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Abstract 
In this Master Thesis we answer the question: How can Scrum be used in a small two person team to 
develop an IT solution, and through testing ensure that the IT solution is ready for release? To answer this 
question we first have gathered and summarized state-of-the-art literature about the use of Scrum and 
other agile techniques in small teams. Further, we have summarized how development and testing should 
be done in an agile team.  
Second, we have conducted our own case-study in a small Danish company called Whitebox. This 
company carries out assessments - e.g. of maturity using the CMMI model - and we have developed some 
of the IT tools they are going to use. For the development we formed a Scrum team of two people 
ourselves. We carried out five sprints (iterations) with an average length of two weeks. In relation to the 
sprints we performed agile testing to ensure the quality that Whitebox wanted in their tools.  
After the five sprints we have analysed what the difference is between what the existing research 
literature says about Scrum in small teams and our own case-study results. The result of this analysis 
enabled us to answer our research question. The main differences we found between an ordinary team 
and a two person team was that the individual has to take on more roles; that some artefacts such as 
burndown charts become less relevant; that it is possible to combine activities that would be separate in 
ordinary scrum; and that it is important to focus on testing from the very first sprint to achieve the quality 
asked for through agile testing.      
Finally, we describe some unexpected findings from our case-study that warrants further study to 
answer if these findings are uniquely specific to our two man Scrum team, or are something that is generic 
for all Scrum teams or all two man Scrum teams?  
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1 Introduktion 
Det sker desværre ofte at projekter at projekter ender ud med ikke at opnå det forventede resultat. 
Eksempler på dette er de statslige projekter så som SIGMA, POLSAG og PROSAK som alle har været dyre 
og mere eller mindre ubrugelige i sidste ende. POLSAG for eksempel skulle give Politiet et nyt 
sagsstyringssystem, men da systemet gik i test på Bornholm var der så lange svartider, at man 
besluttede at skrotte det hele, selv om man havde udviklet på det i 3-4 år. Prisen for samfundet på 
skrotnings-tidspunktet var næsten en halv milliard.  
Hvorfor fejler disse projekter så kraftigt? I en artikel på videnskab.dk i 2014 blev Jan Pries-Heje og 
Søren Lausen spurgt om dette, hvortil de svarede at der var fire problemer, hvor enten en eller flere af 
disse problemer var til stede i projekter som mislykkes. (Barse & Petersen, 2014) 
1. Kriterierne for, hvad gevinsten skal være, er ikke klart nok defineret i kravsspecifikationen, som 
er den juridiske bindende beskrivelse, hvor det er fastlagt, hvad leverandøren skal levere for at 
få sine penge. 
2. Kravsspecifikationen beskriver, hvordan systemet skal bygges, men ikke hvilke behov systemet 
skal opfylde. 
3. Brugerne bliver ikke inddraget eller hørt. 
4. IT-projekterne tager så lang tid at udvikle, at brugerne har fået andre behov undervejs.  
Et længerevarende projekt som tager f.eks. et år, er i fare for at ende med at være et eksempel på 
ordsproget "En krukke kan drive så længe til havs, at den kommer hankeløs hjem". Med dette menes at 
et projekt som er skabt ud fra en idé om, at skulle opnå en specifik gevinst og opfylde et behov, over tid 
kan ændre sig så meget at produktet ikke længere opfylder de behov det skulle eller giver den formodet 
gevinst. Idéen med at man fra starten får fastsat en række krav, ofte dokumenteret i en kravspecifikation, 
og derfra kun arbejder med at opfylde disse krav, er det som agile teknikker gør op med.  
Kort opsummeret så handler agile teknikker om, at acceptere og tilpasse sig forandringer af krav mens 
man udvikler, at levere noget hurtigt, og at have fokus på at brugeren bliver en del af udviklingen. Agile 
metoder og principper dukkede op for 15-20 år siden, men først nu har de virkelig bredt sig. I en rapport 
fra 2014, lavet af Roskilde Universitet og konsulenthuset Mannaz (Bødker, et al., 2014), svarer 40% at de 
bruger eller mindst en gang har brugt agile metoder. Derfor er det interessant at se nærmere på agile 
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metoder, især den metode der hedder Scrum, som samme rapport (Bødker et al. ,2014) udpeger til at 
være den markant mest anvendte metode.  
Idéen med Scrum er, at man arbejder sammen i en gruppe bestående af mellem 5 og 8 personer 
(Schwaber & Beedle, 2008). Et interessant spørgsmål er om det er nødvendigt at være så mange? Kan 
man f.eks. være en gruppe på blot to personer, dvs. det mindst tænkelige team? Det satte vi os for at 
undersøge. 
En anden interessant problemstilling er, om man kan lave ordentlig software-kvalitet, når det hele 
skal gå enormt hurtigt? Kvalitet – og test – handler jo i meget høj grad om omhyggelighed, og om at tænke 
alle mulige udfald igennem. Desuden handler test om at vise at nogle krav er opfyldt. Men når disse krav 
ændrer sig hele tiden, fordi man arbejdre agilt, er det så kvalitet man må give køb på? Det satte vi os også 
for at undersøge. 
Så vi vil i denne rapport undersøge hvordan man kan gøre brug af Scrum i et to-mands teams. I Scrum 
udvikles funktionalitet i iterationer kaldet ”sprint”, med inddragelse brugeren i hvert sprint. Den kode som 
udgør funktionaliteten skal være af en god nok kvalitet til at det giver mening at indrage brugeren, hvilket 
er grunden til at må fokusere på på test af kode i det enkelte sprint.  
Det leder frem til følgende problemformulering:  
Hvordan kan man bruge Scrum i små teams af to personer til at udvikle en it-løsning, og sikre via test 
at it-løsningen er klar til udgivelse?  
1.1 Problemfelt 
I Scrum arbejder man med nogle bestemte roller, aktiviteter, og artefakter. Meget kort fortalt så 
består Scrum essentielt af tre roller, tre artefakter, og tre aktiviteter; dette kan dog variere alt efter hvilken 
forsker eller praktiker det er som beskriver Scrum.  
Vi vil undersøge hvordan disse aktiviteter, artefakter og rollefordelinger fungerer i Scrum teams 
bestående af to personer.  
For at lave denne undersøgelse må vi have en rigtig bruger eller kunde, der stiller krav og kan 
interagere med os. Vi kan ikke meningsfuldt lave en undersøgelse af hvordan Scrum virker i laboratoriet 
med en tænkt kunde. Så vi må have en case-kunde. Mere om det når vi begynder at diskutere metode (se 
evt. afsnit 2). 
Ud over vores fokus på hvordan Scrum bliver brugt i et to-mands team vil vi udvikle en it-løsning til 
vores kunde, hvor vi vil have fokus på vores valg af udviklingsværktøjer og hvordan man tester kode i 
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Scrum/agile teams. For at kunne svare på vores problemformulering, har vi udformet en række 
arbejdsspørgsmål. Besvarelserne på disse arbejdsspørgsmål vil tilsammen gøre det muligt at besvare 
vores problemformulering.  
1.2 Arbejdsspørgsmål 
De arbejdsspørgsmål vi vil anvende, og svare på i løbet af rapporten, og som tilsammen tilvejebringer 
et svar på vores problemformulering er følgende: 
A. Hvordan fungerer Scrums roller i et to -mands Scrum team? 
B.  Hvordan fungerer Scrums aktiviteter i et to-mands Scrum team? 
C.  Hvordan fungerer Scrums artefakter i et to-mands Scrum team? 
D.  Hvad er forskellen på udvikling og test i et to-mands Scrum team i forhold til et større 5 til 8 personers 
Scrum team? 
E.  Hvordan påvirker test funktionaliteten i relation til agil udvikling? 
F.  Hvordan allokerer man den nødvendige tid til test i et to-mands Scrum team? 
Arbejdsspørgsmålene vil blive besvaret løbende igennem rapporten. For at kunne besvare 
arbejdsspørgsmålene undersøger vi den eksisterende viden om små Scrum teams, men vi skaber også 
vores egen empiri gennem vores Scrum projekt. 
2 Metode 
Der er flere måder man kunne studere to-mands Scrum-team og agil test og dermed svare på vores 
arbejdsspørgsmål og problemformulering. 
Naturalistisk observation fokuserer på at observere deltagere i deres naturlige miljø uden påvirkning 
fra forskerne. For at lave en interessant undersøgelse med dette fokus ville vi skulle observere to-mands 
Scrum teams lave projekt(er). Den viden vi ville få ville udelukkende være observationsbaseret, så det vil 
ikke være muligt at få indblik i hvad den enkelte synes om at arbejde i to-mands team, f.eks. om det var 
alt for krævende. Derimod ville det være muligt at måle – og dermed kunne sammenligne med andre - 
hvor meget der kunne produceres per dag per mand? Hvilket kan være interessant i sig selv, men ikke er 
interessant i forhold til at besvare vores problemformulering. 
En anden metode er at indsamling af viden via spørgeskemaer der gør det muligt at få viden der er 
repræsentativ for en større gruppe, f.eks. med hvilken sandsynlighed noget vil forekomme i den 
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pågældende gruppe. Hvis vi kunne finde lad os sige 100 to-mands Scrum teams, så ville vi kunne bruge 
den indsamlede viden til at besvare problemformuleringen. Dette er dog ikke en mulighed da to-mands 
Scrum teams ikke er den måde Scrum er tiltænkt at anvendes, og dermed vil der ikke være tilstrækkeligt 
mange eksempler på to-mands Scrum teams, og slet ikke 100, til at kunne lave spørgeskemaundersøgelse 
om emnet. 
Eksperimentel metode, hvor man undersøger en hypotese ved at udforme og udføre tests hvori hver 
test har varierende variable, og sammenligningen af testsresultater gør det muligt at sige noget om 
hypotesen. Denne metode er beregnet til emner hvor det er muligt at ændre på en eller to variable og 
udføre tests. I vores tilfælde vil der være mange ukontrolerbare variable såsom erfaring med udvikling af 
kode samt udvikling af tests, læringsprocesser for brugen af Scrum og implementeringen af Scrum i den 
pågældende virksomhed. Det er altså ikke en relevant metode at anvende for at få viden til at besvare 
vores problemformulering.   
Case-studier anvendes til at opnå detaljeret viden om et emne for at kunne udvikle generelle 
principper om emnet. F.eks. har vi brug for detaljeret viden om samarbejdet med brugeren/kunden, for 
at kunne svare på vores problemformulering.  
Vi valgte at lave et case-studie fordi vi vil udvikle nogle generelle principper om hvordan det er at 
bruge Scrum i et to-mands team. Som case havde vi brug for en virksomhed med et IT-udviklingsproblem, 
så det er relevant at bruge Scrum, og med vilje til at stille op som bruger/kunde. Konkret fandt vi 
virksomheden Whitebox, en nystartet virksomhed der laver assessments og har brug for at få udviklet IT-
værktøjer til assessorerne. Vi har samlet beskrivelsen af case-virksomheden, og vores samarbejde med 
dem, i afsnit 4.   
For at kunne abducere generelle principper må vi også trække på eksisterende viden. Vi skal stå på 
”skuldrene af giganter”, som nogen beskriver det. Det betyder at vi lave et systematisk litteratur-studie 
eller –review af eksisterende videnskabelig viden om Scrum og andre agile metoder i små teams, samt om 
agil test.  
Den viden vi får dels gennem case-studiet og dels fra litteratur-reviewet vil vi sammenholde og 
analysere op mod hinanden, således at vores refleksion over det arbejde vi laver i vores case-studie kan 
sættes i en bredere kontekst. Dette forventer vi vil gøre det muligt at kunne besvare vores 
problemformulering, så det er den metode vi vil anvende. 
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2.1 På skuldrene af giganter: Vores litteratur-review metode 
Vi har kendskab til hvad Scrum er, men Scrum udvikler sig hurtigt og i dag er det relevant at finde 
artikler, tidskrifter mm. som beskriver hvordan Scrum bruges. Derudover er vi interesseret i, at undersøge, 
om der allerede findes videnskabelig litteratur om Scrum i små teams, eller decideret om to-mands Scrum 
team. Vi er endvidere interesseret i at undersøge om andre agile metoder som f.eks. XP er blevet 
videnskabeligt brugt i to-mands teams.  
Et litteratur-review er normalt delt op i fire dele:  
1. Søgning og lokalisering af informationsressourcer (artikler, bøger, mm)  
2. Evaluering af informationskilder  
3. Udvikling af konceptuelle rammer og skabelse af overblik  
4. Skriv selve litteratur-reviewet. 
I vores litteratur-review vil vi fokusere på hvordan litteraturen beskriver roller, aktiviteter og 
artefakter i agile teams samt hvordan test bliver brugt i agile teams. 
2.1.1 Lokalisering & evaluering af informationskilder om agile teknikker 
For at søge og lokalisere eksisterende litteratur om små Scrum og agile teams har vi været på 
søgemaskinerne på RUC-biblioteket. Som primær indgang anvendte vi www.scholar.google.com, der har 
den fordel, at man kun får videnskabelige artikler og bøger som hits (modsat en søgning på almindelig 
Google), og ydermere kan man se hvor mange andre videnskabelige artikler der har citeret den 
pågældende artikel.  
Det første søgeord vi valgte at anvende var ”Scrum teams” her var der en klar vinder på citationer, 
som var (Schwaber & Beedle, 2008) med 2538 citationer. Vi har anvendt denne bog til at beskrive Scrum’s 
teoretiske baggrund, så det er ikke relevant at have denne bog som en selvstændig kilde i litteratur-
reviewet. Derudover var der (Rising & Janoff, 2000) med 477 citationer, og  (Sutherland, et al., 2007) med 
217 citationer.  
Det næste søgeord vi brugte var ”how to use Scrum in small teams”. Kilden (Schwaber, 2004) har 1493 
citationer, men fordi denne bog ikke beskriver erfaringer med at bruge Scrum i praksis, har vi valgt at se 
bort fra denne bog. Søgeresultatet med næstflest citationer var (Abrahamsson, et al., 2003) med 617 som 
vi tager med i vores litteratur-review. Derefter kom en bog omkring Crystal Clear ind på en tredje plads 
588 citationer og artiklen Maintaining mental models: a study of developer work habits med 332 
Pries-Heje & Olsen 
 
 
S i d e  14 | 471 
 
 
citationer. Da Crystal Clear er sin egen teknik og formålet med denne bog er at beskrive crystal clear er 
denne bog ikke relevant i vores undersøgelse. Det samme gælder Maintaining mental models: a study of 
developer work habits hvis fokus ligger uden for vores undersøgelses område. 
Vi valgte som det næste søgeord ”Scrum implementation”, denne søgning gav dog kun resultater med 
under 100 citationer, men vi konstaterede også, at mange af disse artikler var mindre end fem år gamle 
hvilket kan være grunden til disse artikler ikke er citeret ofte. Vi har i stedet valgt at tage de artikler som 
har de mest relevante overskrifter og abstrakts uanset hvor mange citationer de har. Ud fra disse kriterier 
valgte vi to artikler (R. & Majeed, 2012) og (Srinivasan & Kristina, 2009). 
Vores sidste søgeord var ”small agile teams”, denne søgning gave os flere resultater med over 
hundrede citationer på artikel. Vi valgte dog kun at udvælge en, da mange af disse artikler omhandler 
emner der ikke er relevante for vores undersøgelse. Den artikel vi valgte var (Cockburn & Highsmith, 2001) 
med 699 citationer. 
Ud over vores søgning via google scholar blev vi henvist til en artikel i Nordic Contributions in IS 
Research 2014 (Babb, et al., 2014). Efter vi læste abstractet valgte vi at tage denne artikel med i vores 
litteratur-review. 
2.1.2 Lokalisering & evaluering af informationskilder om agil test 
De tidligere beskrevet artikler har et fokus på hvordan man bruger Scrum eller andre agile metoder, 
men vi har også brug for mere specifikt at vide hvordan test bliver brugt i agile teams, derfor har vi valgt 
også at tage følgende artikler med. 
Til vores søgning efter state-of-the-art litteratur omkring test i agile teams, gik vi på 
scholar.google.com hvor vi først søgte på ”agile test”.  
Den mest citerede artikel (med 29 citationer) handler om agil test af embedded software, dvs. om 
software indlejret i hardware, og fokuserer på de særlige problemer der er med grænsefladen mellem 
software og hardware. Dette er ikke relevant for os. Den næstmest citerede artikel (16 citationer) handler 
om model-dreven agil test, hvilket heller ikke er relevant for os. Men den tredje og fjerde artikel der 
kommer op har nogen relevante pointer. Den tredje artikel (Shaye, 2008) fortæller om hvordan IBM fik et 
team til at teste agilt. Den fjerde artikel (Muckridge & Cunningham, 2005) fokusere på hvordan man tester 
brugshistorier.  
Det næste vi søgte på var ”Agile Testing”. Her var den mest citerede artikel (80 citationer) af (Talby, 
et al., 2006).De beskriver hvordan man med succes indførte agil test i det israelske militær. Den næstmest 
citerede artikel med 41 citater var af Sean Stolberg (2009), 0som fremhæver nogle gode pointer omkring 
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agile test praktikker. Den tredje mest citeret artikel med 27 citationer var (Sumrell, 2007) der fortæller 
historien om hvordan et kvalitetssikrings-team (QA) gik fra vandfaldsmodel til agil. Endelig som den fjerde 
mest citerede, med 23 citationer, en artikel med den sjove titel ”How not to do agile testing” af (Puleio, 
2006). Det interessante ved den artikel er at de beskriver et meget lille team -  fem personer – der gik i gang 
med at arbejde agilt, og havde deres største problemer med hensyn til test. 
Som den tredje søgning anvendte vi ”Agile Verification”. Det gav relativt få hits, og den mest citerede 
artikel havde kun 6 citationer. Til gengæld var den fra i år  (Bianculli, et al., 2015). Idéen i denne artikel er 
at man definerer en syntaks, og så bruger den inkrementelt. Derved kommer verifikationen ift. syntaksen 
til at passe med en agil tilgang. 
2.2 Brug af case-studie 
Case-studiet er vores praktiske indgangsvinkel til at undersøge hvordan Scrum fungerer i et to-mands 
team, samt hvordan udvikling og test af software vil foregå i et to-mands Scrum team. Som sagt vil vi i 
vores case-studie udvikle en it-løsning til virksomheden Whitebox. Whitebox er en lille nyopstartet 
virksomhed som arbejder med at lave evalueringer af virksomheders modenhedsniveau baseret på CMMI, 
CMMI er beskrevet i bilag A. Igennem vores case-studie vil vi udvikle en it-løsning til Whitebox så de 
nemmere kan fremvise deres resultater til kunder. 
Dokumentation af case-studiet  
Vi anvender os selv som et dataopsamlingsredskab til senere at analysere vores erfaringer i forhold til 
viden fra litteratur-reviewet. Det er derfor relevant at tage stilling til hvilken indflydelse vi har på vores 
data, om der noget ’Bias’. Det at vi anvender os selv som datakilde kan introducere fejl i form af, at vi kan 
opfatte situationer forkert og/eller forskelligt (vi er jo to, og dermed to opfattelser). Derfor er det vigtigt 
vi nedskriver vores erfaringer hver for sig, mens vi udfører case-studiet, med en så objektiv tilgang til 
situationerne som det lader sig gøre. Dette vil give os mulighed for at sammenligne vores erfaringer med 
hinanden, og på den måde skabe en større troværdighed om vores data. Herunder beskriver vi de 
dokumentationsformer vi anvender. 
Dokument Beskrivelse 
Logbog Begge personer skal have en logbog hvori den enkelte skal nedskrive hvad man laver 
i forbindelse med case-studiet. Det kan både være hvor langt man er nået med 
arbejdet, og enkelte observationer man har gjort den pågældende dag eller dage. 
Logbogen vil altså indeholde et indlæg for hver dag omkring det der bliver arbejdet 
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med i forhold til Scrum projektet. Et indlæg skal indeholde en beskrivelse for hver 
hændelse og i hvilken grad det har fungeret. 
Backlog Backlog-dokumentet indeholder brugshistorier (”user stories”) udarbejdet i 
samarbejde med Whitebox. Brugshistorier er en ny agil måde at udtrykke krav, set 
med bruger/kunde-øjne. En beskrivelse af af Backlog, sprint og andre agile begreber 
vi bruger findes i bilag B.1. 
Sprint 
dokumentation 
Sprint dokumentations-dokumentet indeholder de udvalgte brugshistorier (”user 
stories”) for her iteration (såkaldte sprints). Dokumentet skal også indeholde 
hvordan vi til hvert sprint har opdelt user stories i mindre opgaver. Vi beskriver vores 
opdeling af opgaver via teknikken kaldet ”Scrum board”. 
Lydfiler Hvert møde med Whitebox bliver lydoptaget. Dette skyldes at møderne inkluderer 
flere aktiviteter i et sprint, hvilket gør at møderne ofte er lange. Dette gør det 
relevant at have lydfiler der kan gåes igennem for at kunne gå tilbage finde ud af 
hvad der blev sagt under møderne. Så lydfilerne vil vi optage for at undgå at miste 
vigtig information. 
2.3 Test 
I vores case-studie udvikler vi en it-løsning hvor vi har fokus på at teste softwaren. Disse test har til 
formål at øge og sikre kvaliteten af softwaren er på et niveau der gør at it-løsningen har den funktionalitet 
der er påkrævet, således at Whitebox kan afprøve it-løsningen. Hvordan test skal foregå i Scrum er ikke 
beskrevet i den Scrum teori vi bruger (se bilag B.1). Derfor beskriver vi i dette afsnit hvordan og med 
hvilket formål vi vil anvende manuelt og automatiseret tests med fokus på de to metoder black-box og 
white-box.  
Black-box test er en tilgang til test hvor man forestiller sig at være brugeren som ikke kender til hvad 
der er inde i den sorte boks. Dette betyder at man som udvikler eller tester fokusere på at teste 
funktionaliteten, hvorimod white-box test netop fokusere på den interne kode. Med et white-box 
perpsketiv fokusere man altså på koden såsom algoritmer og strukturen af ens kode. 
2.3.1 Manuel test 
Manuelle tests repræsenterer vores gennemgang af koden og den grafiske brugergrænseflade af it-
løsningen. Gennemgangen af koden og brugergrænsefladen har til formål at konstruere vores 
testscenarier, hvor vi rationaliserer (abducerer) os frem til hvilke scenarier der er fornuftige baseret på 
brugerhistorierne og vores generele viden om hvordan funktionaliteten skal fungere. Dette foregår både 
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enkeltvis og i form af parprogrammering, hvor vi i begge tilfælde tester scenarierne når de er konstrueret, 
således at vi kan rette de fejl i koden der måtte være. Til at udforme vores testscenarier anvender vi black-
box og white-box test metoderne.  
Vi forventer at disse tests vil øge kvaliteten af softwaren hurtigere end brugen af automatiseret tests. 
Disse tests kan dog ikke sikre at kvaliteten ikke bliver dårligere når der fremadrettet bliver lavet ændringer 
eller tilføjelser i koden. Grunden til vi har både manuelle tests og automatiseret test er fordi vi mener det 
ikke er muligt at nå at udvikle de nødvendige testscenarier i form af automatiseret tests således vi kan nå 
at fremvise færdig funktionalitet for hvert sprint.  
2.3.2 Automatiseret test 
Automatiseret tests vil vi anvende til at kvalitetssikre funktionaliteten, og gøre testen hurtigere. Det 
med hastigheden er vigtigt fordi testen jo også skal være agil, for at passe sammen med Scrum-metoden.  
Hvis der laves ændringer eller tilføjelser i tidligere udviklet kode vil automatiserede tests gøre det 
muligt at sikre at kvaliteten af tidligere udviklet funktionalitet ikke ødelægges, såkaldt regressionstest. 
Automatiserede tests vil blive udviklet baseret på de testscenarier der er lavet via vores manuelle tests. 
3 Baggrundsviden 
Inden vi starter med vores undersøgelse af Scrum i to-mands team via case-studiet og litteratur-
reviewet, har vi gennemgået teori omkring agile principper, heriblandt det agile manifest (se bilag B.2). 
Der findes mange forskellige teoretikere der har beskrevet Scrum, derfor har vi lavet en beskrivelse af de 
enkelte elementer i Scrum inklusiv andre Scrum/Agile teknikker vi gør brug af i vores Scrum projekt (se 
bilag B.1). Derudover har vi et selvstændigt fokus på test af software ud fra et bredt perspektiv og fordyber 
sig i brugen af automatiseret og manuel test samt metoderne black-box og white-box test (se bilag B.3).  
3.1 På skuldrene af giganter: Vores Litteratur-review 
Formålet med dette litteratur-review var at finde ud hvad viden der allerede eksisteret omkring to-
mands Scrum teams og små Scrum og agile teams. Efter indledende at have læst et par af de fundende 
artikler blev det klart at definition af små team i nogen agile sammenhæng talte om teams bestående af 
omkring 10 personer. Vi valgte derfor at fokusere på hvad disse artikler fandt frem til omkring roller, 
aktiviteter, artefakter og software test i Scrum og andre agile teams.  
Måden vi har valgt at strukturere vores litteratur-review på er, ved indledende at opstille alt det 
fundne (se metode-kapitlet) i en tabel. Tabellen beskriver hvilke kilder der er tale om, og hvordan denne 
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kilde relaterer sig til roller, aktiviteter, artefakter eller test teknikker brugt i agile metoder som Scrum, XP 
mm. 
Forfatter 
Kvantitativ 
/ Kvalitativ 
Roller Aktiviteter Artefakter Software  test 
Abrahamsson, 
et al. (2003) 
Kvalitativ  
Scrum beskriver 
kun overordnet 
hvordan man 
håndtere. 
 
Der bliver i Scrum ikke 
beskrevet hvordan man 
bør håndtere kode test, 
unit tests og integrations 
tests. 
Babb et al. 
(2014) 
Kvalitativ 
Nedsat mulighed 
for at bruger 
kunder aktivt i 
projekter 
Tidspres og 
manglende 
erfaring 
formindsker 
adaptionen af 
aktiviteter 
Ikke alle artefakter 
bliver brugt 
Testnings teknikker ikke 
tiltænkt små teams 
Bianculli, et al. 
(2015) 
Kvalitativ    
kultur skel mellem agile 
udvikling og teknikker 
som formel modellering 
og formel verifikation 
mm 
Cockburn & 
Highsmith 
(2001) 
Kvalitativ 
Eksperter som 
en del af del 
agile team 
Fokus på 
samarbejde og 
konstant justering 
for at passe 
virksomhedens 
økosystem 
Folk før proces  
Muckridge & 
Cunningham 
(2005) 
Kvalitativ    
holde ”Story-test” meget 
tæt på de 
forretningsregler der 
implementeres. 
 
Puleio (2006) 
Kvalitativ    
skulle automatiseres 
mest muligt, for at test 
ikke sænker hastigheden 
i sprintet 
R. & Majeed 
(2012) 
Kvalitativ 
Manglende 
definition af 
rollerne i Scrum 
Længden af den 
enkelte sprint har 
indflydelse på 
antallet af 
problemer 
Burn down charts 
er kun relevant hvis 
Scrum master eller 
produktejer kan 
bruge dem. 
Test af kode prioriteres 
lavt da det er en 
tidskrævende proces. 
Rising & Janoff 
(2000) 
Kvalitativ 
Vigtigt at have 
en erfaren Scrum 
master 
Revider estimater 
undervejs. 
Regler for Scrum er 
der til at hjælpe 
Scrum skal passe til 
teamet 
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I tabellen oven over er beskrevet de forskellige artikler som indgår i dette litteratur-review samt hvilke 
af de fire områder artiklerne omtaler og en kort beskrivelse af nogle af de centrale resultater beskrevet i 
de enkelte artikler. 
3.1.1 Roller i agile teams 
Måden vi vil stille dette afsnit op på er, at vi indledende vil beskrive hvad de enkelte artikler, bøger 
eller andet siger om roller i agile teams. Afrundende vil der være et afsnit der beskriver hvad artiklerne 
tilsammen siger om emnet, og hvilke teorier, observation og konklusioner der optræder i flere artikler. 
Babb et al.  (2014)  
Artiklen beskriver ikke de forskellige roller hos den virksomhed de undersøgte udover at beskrive at 
kravet om at have en kunde til at deltage i alle XP teams var meget svært for dem at overholde fordi de 
kunne have mellem 20 til 40 sideløbende projekter. Den anden rolle beskrevet i artiklen er brugen XPs par 
men kan til side 
sættes. 
Shaye (2008) Kvalitativ    seks niveauer af test 
(Srinivasan & 
Kristina, 2009) 
Kvalitativ 
Det er vigtigt at 
sikre at alle 
medlemmer af 
Scrum teamet 
kender Scrum og 
dets processor 
Manglende 
integrering af 
verifikation og 
validering proces. 
Manglende 
kommunikation 
formindsker 
artefakters værdi. 
Scrum beskriver ikke 
hvordan man udvikler en 
brugergrænseflade. 
Stolberg (2009) Kvalitativ    
Definér “just-enough” 
accept-test, 
Sumrell (2007) Kvalitativ    
opmærksom på at roller 
og ansvar ændrer sig 
undervejs 
Sutherland, et 
al. (2007) 
Kvalitativ  
Scrum kan bruges i 
distribueret teams 
så længe Scrum er 
implementeret 
fantastisk. 
 
Kravende til systemet er 
ikke fuldent før 
slutbrugerne har 
afprøvet produktet 
Talby, et al. 
(2006) 
Kvalitativ    
arbejde med små korte 
releases, og så igen at 
automatisere 
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programmering til at dele veteraners viden med nye medlemmer og det var denne ide som gjorder at 
lederen af organisationen valgte XP.  
En af artiklens afsluttende pointer er at det er vigtigt at have en forståelse af de agile teknikker for at 
vide hvordan man skal bruge agile teknikker og sikre ved varende brug af agile teknikker 
Cockburn & Highsmith (2001)  
”Agility requires that teams have a common focus, mutual trust, and respect; a collaborative, but 
speedy, decision-making process; and the ability to deal with ambiguity.” 
Denne artikel beskriver at agile teams kan bruges til at reducere tiden fra et valg er sket til man få 
feedback. En af kravende de har til at dette kan lade sig gøre er at det agile team har adgang til en 
eksperter, f.eks. en back-end udvikler hvis der skal udvikles et nyt system, eller at eksperterne selv er en 
del af det agile team.  
En anden pointe artiklen beskriver er at agil udvikling har fokus på deltagernes talenter og 
færdigheder og derefter er den agile proces formet i forhold til de specifikke folk og teams, ikke den anden 
vej rundt. 
Forfatterne beskriver også at selv et team der bestå a kompetente personer ikke kan opnå gode 
resultater hvis de ikke få den støtte som er nødvendigt fra ledelsens side af og det er derfor vigtigt 
indledende at sikre man kan få den støtte man har brug for. 
Generel viden om agile teknikker er at disse teknikker giver mulighed for hurtigt at justere opgaverne 
der bliver arbejdet med i forhold til feedback fra f.eks. slutbrugerne. Denne fremgangs måde kræver dog 
at både organisationen og medlemmerne er klar på at disse ændringer er vigtigere end at holde planen 
der er blevet lagt fra starten.   
Forfatterne beskriver i artiklen en række elementer der er nødvendigt i et godt team her i blandt er 
en erfaren projekt leder. Derudover beskriver artiklen også at det er vigtigt at hvis teamet har ansvaret 
for hele projektet er det også nødvendigt at det er medlemmerne af de agile team som kan tage 
beslutninger. 
R. & Majeed (2012)  
Artiklen beskriver I afsnit XV hvordan rollerne I Scrum er for åbne da rolle opdelingen og specielt ideen 
om at teamet selv kan organisere sig ikke nødvendigvis er tilfældet. 
Forfatternes undersøgelse viste at Produktejer og Scrum master ofte blander sig i Scrum teamets 
arbejde ved f.eks. at bede om de status opdateringer som de var vant til at få. Det samme gjaldt kunden 
som ofte tilføjede krav undervejs i sprintet.  
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Forfatterne har gennem deres undersøgelse analyseret at der er stor forskel på hvor godt trænede og 
ikke trænede teams bruger Scrum og de konkluderer, at for at kunne benytte Scrum bedst muligt er det 
nødvendigt at have træning i at bruge Scrum. 
Rising & Janoff (2000)  
Denne artikel har kun meget lidt fokus på rollerne I Scrum teams, men den beskrive dog at det er 
vigtigt at have en kvalificeret Scrum master som kan sikre at møder er korte og fokuseret.   
Srinivasan & Kristina (2009)  
Forfatterne har gennem interview fundet ud af, at udefrakommende som er blevet tilføjet i senere 
stadier i Scrum projektet ikke nødvendigvis ved hvad Scrum er, siden der ikke er blevet brugt tid på at 
oplære disse folk. 
I den undersøgte virksomhed er der uklarhed omkring hvad Scrum masterens rolle i Scrum teamet er, 
da Scrum masterne ofte er erfarne projektledere som ikke til hverdag er en del af GameDevCo og derfor 
ikke kender virksomhedens kultur eller kutymer, hvilket gør at nogle deltagerne i Scrum teamet ser Scrum 
masteren som personen der tager sig af det ”eksterne arbejde” hvilket kan bestå i alt fra at skrive 
rapporter til at hente kaffe.  En anden forskel mellem GameDevCo’s Scrum teams er at QA (kvalitets 
sikring) teamet ikke er en del af Scrum teamet.1  
Sutherland, et al. (2007)  
Denne artikel beskriver ikke rigtigt rollerne i Scrum teams, men omhandler hvordan en af de 
undersøgte virksomheder SirsiDynix bruger fuldt integrerede Scrum teams med over 50 udviklere fra USA, 
Canada og Rusland. 
  
                                                          
 
1 hvilket er et eksempel på at der er roller som bør være en del af Scrum teamet som ikke er beskrevet. 
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3.1.2 Litteraturanalyse af roller i Agile Teams 
I dette afsnit vil de diskuterede artikler blive sammenlignet og analyseret for at uddrage de vigtigste 
pointer.  
Scrum master 
Efter at have læst de ovenstående teknikker er det klart at hver artikel beskriver et forskelligt Scrum 
eller agilt forløb. og at medlemmerne af de forskellige Scrum og agile teams har haft forskellige oplevelser. 
Selvom dette er tilfældet taler både (Cockburn & Highsmith, 2001)  og (Rising & Janoff, 2000) om 
vigtigheden af at have en kvalificeret Scrum master som kan styre Scrum teamet eller andre former for 
agile teams. Hverken  (R. & Majeed, 2012) eller (Srinivasan & Kristina, 2009) beskriver direkte vigtigheden 
af at have en god Scrum master, men det fremgår klart af artiklerne at rollen som en Scrum master kan 
have med at sikre at Scrum teamet ikke bliver forstyrret langt fra er overholdt i de beskrevne Scrum 
projekter (R. & Majeed, 2012). Det samme gør sig gældende i (Srinivasan & Kristina, 2009) hvor en af deres 
observationer er, at deltagerne i Scrum teamet ikke er klar over hvad en Scrum masters rolle indebærer. 
Afrundende må de siges at der er en gennem gående accept af vigtigheden af at have en Scrum master 
som kender sin rolle og kan forklare både sin egen rolle og de resterende principperne i Scrum til andre 
deltager i teamet.  
Projekt ejer 
Der er kun en enkelt artikel hvor rollen som projektejer specifikt er beskrevet for det undersøgte 
Scrum team (R. & Majeed, 2012). I denne artikel beskriver de at rollen som projekt ejer blev brugt sammen 
med Scrum master til at blive klar over hvor langt Scrum teamet var nået, ved at bede om status 
opdateringer regelmæssigt. Forfatterne mener selv, og vi er enige, at en af grundene til at projektejer 
rollen er blevet brugt forkert i dette projekt er fordi deltagerne er vant til at bruge en anden form for 
projektledelse. 
Resterende Scrum team 
Begge de bøger vi har brugt som udgangspunkt for vores teori om hvad det resterende Scrum team 
består går ikke i detaljer, men taler blot om ligemænd (”peers”). Det nævner dog, at det er meget 
forskelligt for de enkelte team hvad der er brug for. Et godt eksempel på dette er beskrevet i (Srinivasan 
& Kristina, 2009) hvor Scrum teams‘ene afleverer deres kode til et QA team efter et sprint, hvilket har 
betydet at den afhængighed der er mellem de enkelte Scrum teams arbejde, ikke er klart for QA teamet, 
hvorfor de har haft en del problemer på dette område. Denne ide med at have folk der ikke er en del af 
Scrum teamet til at arbejde med produktet er kun beskrevet direkte med dette eksempel, men (Cockburn 
& Highsmith, 2001) beskriver i deres artikel vigtigheden af at udvælge de rigtige folk til det virtuelle team, 
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og derefter tilpasse Scrum koncepterne til teamet. Dette udsagn som de baserer på deres undersøgelse 
af Scrum teams stemmer godt overens med beskrivelserne af de forskellige Scrum forløb i mange af de 
andre artikler. Forskellen er bare, at der ikke rigtigt bliver fokuseret på det som et problem i forhold til 
roller, men i stedet udmøntes det i en manglende beskrivelse af hvad et Scrum team bør inkludere.  
Konklusionen på det resterende Scrum team er, at vi igennem vores litteratur-review er blevet klart 
at Scrum er en proces der kræver tid at implementere. Et godt eksempel taget fra (Cockburn & Highsmith, 
2001) er: 
” Agility requires that teams have a common focus, mutual trust, and respect; a collaborative, but 
speedy, decision-making process; and the ability to deal with ambiguity.” 
Denne meget åbne beskrivelse af hvordan agile teams fungerer er et godt eksempel på hvad alle 
artiklerne beskriver enten som deres problemer, eller hvad de har fundet ud af. Problemer med ikke at 
have QA teamet integreret i Scrum teamet, eller problemer med at bruge Scrum master rollen på en agil 
måde udspringer alt sammen i en manglende forståelse af hvad der kræves af et agilt team.  
Et andet eksempel på dette er, at selvom XP teamene beskrevet i (Babb, et al., 2014) nævner at de 
ikke har mulighed for at involvere brugerne i alle deres projekter, så virker deres agile udvikling alligevel. 
Dette er et godt eksempel på at Scrum og andre agile metoder kræver, at man forstår essensen af 
teknikken, og er klar over hvordan man ændre den pågældende teknik, så den passer præcist til det agile 
team man har med at gøre.  
3.1.3 Aktiviteter i agile teams 
I dette afsnit vil vi indledende vil beskrive hvad de enkelte artikler, bøger eller andet siger om 
aktiviteter i agile teams. Afrundende vil der være et afsnit der beskriver hvad artiklerne tilsammen siger 
om emnet, og hvilke teorier, observation og konklusioner der optræder i flere artikler. 
Abrahamsson, et al. (2003)  
I denne artikel bliver der beskrevet, at Scrum indeholder projektledelses support gennem hele 
projektet, med konkrete guidelines for hvordan man håndterer projektleder-rollen. Det samme er dog 
ikke gældende for selve processen fra design til integrationstest (design – kode -unit test - 
integrationstest) hvor der ikke er beskrevet konkrete guidelines for hvordan disse skal håndteres, og i 
stedet er der kun opremset nogle abstrakte principper.  
Forfatterne bekskriver i artiklen at ideen om, at en teknik kan formes i forhold til situationen man står 
i, er nemmere sagt end gjort. De mener det at beskrive principperne i ens teknik så abstrakt så det kan 
passe en hvilken som helst situation betyder at det er langt sværere at følge disse principper.    
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Babb et al.  (2014)  
Artiklen beskriver den markante forskel der er mellem ressourcer og mulig hjælp i store virksomheder 
i forhold til små virksomheder. Derudover kan en stor virksomhed muligvis også tilbyde trænings 
muligheder og adgang til delt viden. 
En af artiklens indledende pointer er, at det er meget sjældent teknikker som Scrum eller XP bliver 
brugt i den form som de er beskrevet, i de fleste tilfælde vil virksomheder eller teams som skal bruge disse 
teknikker tilpasse teknikkerne på en måde så det passer den specifikke situation. Et eksempel på dette 
kunne være, at det måske kræves at al software udvikling dokumenteres grundigt, hvilket er muligt i et 
stort team over lang tid. Et Scrum team som arbejder i to ugers sprints har ikke mulighed for at lægge den 
samme mængde tid i dokumentation og derfor er det nødvendigt at revidere processen så den passer til 
brugssituationen. Artiklen beskriver også, at selvom prioritering af forskellige opgaver foregår anderledes 
i agile teams, så er det vigtigt at finde en ny måde at opfylde kravene om dokumentation ved f.eks. at 
udføre minimal dokumentation undervejs, og afsluttende lave den resterende dokumentation. 
I denne artikels undersøgelse er det tydeligt at hos SSC (den virksomhed der er undersøgt), blev mange 
af aktiviteterne som XP består af brugt i alle projekter. Nogle aktiviteter blev dog kun brugt sjældent, og 
forfatterne formoder at disse teknikker senere faldt helt ud af brug. Der var også 3 aktiviteter som er 
beskrevet i XP som overhovedet ikke blev brugt af den undersøgte virksomhed.     
Som afrunding på artiklen beskriver forfatterne, at grunden til at virksomheder som SSC vælger at 
implementere agile teknikker, er for at have nogle faste rammer at arbejde med. Samtidig konstaterer 
forfatterne også, at selvom virksomheden valgte at bruge XP, var der alligevel dele af XP som ikke virkede 
i forhold til virksomheden hvilket forfatterne begrunder med, at størrelsen på teams er mindre end hvad 
teknikken er tiltænkt.    
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Cockburn & Highsmith (2001)  
Artiklen beskriver at lige meget hvilken aktivitet vi taler om, så vil samarbejde altid være vigtig del af 
arbejdet. 
” Scrum projects are characterized by intense 15 to 30 minute daily meetings in which participants 
constantly adjust to the realities of high-change projects.” 
“Agile approach honors the ecosystem and recognizes that not every process will work in every 
ecosystem.” 
R. & Majeed (2012)  
Forfatterne til denne artikel har gennem deres undersøgelse fundet frem til, at problemer i et sprint 
oftere sker i teams der arbejder i korte ugentlige sprint end i længerevarende fler-ugers sprint.   
Forfatterne konkluderer i deres artikel, at der skal være særlig opmærksomhed på kvalitetsrelaterede 
opgaver, da de hjælper med at øge pålideligheden af produktet og forbedre vedligeholdelse og ydeevne. 
Derfor pointerer forfatterne at selvom disse opgaver ofte tager lang tid bør de aldrig ignoreres i et sprint. 
2  
Rising & Janoff (2000)  
I denne artikel bliver der beskrevet hvordan Scrum teamet håndterer forskellige aktiviteter i Scrum: 
 We did the first piece and then re-estimated — learn as you go! 
 We held a short, daily meeting. Only those who had a need attended. 
 The requirements document was high level and open to interpretation, but we could always 
meet with the systems engineer when we needed help. 
En af forfatternes oplevelser i deres undersøgelse var, at virksomheden den første uge inde i den 
første sprint ændrede deres strategi markant, hvilket havde stor indflydelse på Scrum teamets backlog. 
                                                          
 
2 ”Special attention is required to quality related items to increase reliability and in achieving goals 
such as maintainability and performance. Quality related tasks always helps in achieving factors such as 
reliability, maintainability and scalability hence it should not be ignored at any time.” 
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Ud fra denne erfaring mener forfatterne at rådene om at Scrum teamets backlog ikke må ændres 
undervejs, kan omgås hvis der er en overbevisende begrundelse herfor.   
En anden af artiklens pointer er, at selvom teamet har brugt daglige Scrum møder, så mener 
forfatterne ikke er det er en nødvendighed at have daglige møder for alle deltagere, specielt ikke hvis det 
ødelægger deltagernes arbejdsrytme. 
Srinivasan & Kristina (2009)  
Forfatterne har i deres undersøgelse bidt mærke i, at en af de udfordringer der var svære for Scrum 
teams, var at håndtere manglen på en verifikations og validerings-proces. 
‘We spend more time arguing about what the scrum books say about the process, rather than in trying 
to figure out what the process is trying to do for us’ 
Da der er meget forskellige opfattelser af hvad Scrum er, og hver enkelt Scrum leder har sin egen 
filosofi om hvad Scrum er og hvordan det bør implementeres, så er læring, der normalt finder sted i sprint 
reviewmødet, blevet nærmest ikke eksisterende. 
‘Our retrospect starts with the scrum master saying, What didn’t work in this sprint? What can we 
improve in the process?... We look around and in 5 minutes we are done’  
“The scrum framework can be effectively used in product development, but as with any process, the 
impact of what the process is doing for the organization is more important than the ideology of the 
process itself.” 
Sutherland, et al. (2007)  
”This case study is a proof point for the argument that distributed teams and even outsourced teams 
can be as productive as a small collocated team. This requires excellent implementation of Scrum along 
with good engineering practices.” 
“Outsourced teams must be highly skilled agile teams and project implementation must enforce 
geographic transparency with cross-functional teams at remote sites fully integrated with cross-functional 
teams at the primary site.” 
3.1.4 Litteraturanalyse af aktiviteter   
I dette afsnit vil de diskuterede artikler blive sammenlignet og analyseret for at uddrage de vigtigste 
pointer.  
Selvom artiklerne hver rapporterer deres egne erfaringer og konklusioner, så er de dog enige om, at 
agile metoder har nogle grundprincipper om f.eks. hvilke aktiviteter og møder der bruges, men at der blot 
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er tale om retningslinjer, der ikk nødvendigvis skal følges. Et af eksemplerne på dette er (Babb, et al., 2014) 
hvor forfatterne har observeret at det ikke er alle aktiviteter der bliver brugt efter hensigten, og at nogle 
af teknikkerne som udgør XP slet ikke blev brugt. (Abrahamsson, et al., 2003) har observeret lignende 
tendenser, og mener at begrundelsen for denne tendens til at udelade forskellige dele skyldes at nogle af 
principperne er beskrevet så overordnet, at det kan være svært og se hvordan det passer til den specifikke 
situation. I deres artikel eksemplificerre de dette med at beskrive at Scrum har en overordnet struktur for 
at håndtere Scrum, men når det kommer til at beskrive hvordan man bør designe, kode og teste i Scrum, 
så er der meget lidt information. (Srinivasan & Kristina, 2009) har oplevet lignende tilfælde i forhold til at 
fortolke hvordan Scrums processer fungerer, der førte til at der blev brugt mere tid på at diskutere hvad 
bøgerne siger om de forskellige processer, frem for at finde ud af hvordan teamet bør bruge processen. 
Denne artikel beskriver også hvordan aktiviteter som Scrum retrospektiv ikke er forstået og derfor bliver 
der ikke brugt mere end fem minutter på denne proces.  
Overordnet set kan det siges at (Abrahamsson, et al., 2003) og (Srinivasan & Kristina, 2009) taler om 
problemerne der kan opstå når man prøver at bruge Scrum, når man ikke er vant til det. Der i mod 
beskriver (Rising & Janoff, 2000) hvordan de har brugt Scrum men samtidig lært undervejs at bruge ideen 
med at estimere og re-estimere de forskellige dele i et sprint. (Cockburn & Highsmith, 2001) mener at 
agile teknikker tager højde for virksomhedens økosystem og accepterer, at nogle af de agile processer 
ikke vil virke i virksomhedens økosystem. 
(Sutherland, et al., 2007) beskriver hvordan de har brugt ideen med at bruge Scrum i teams hvor 
medlemmerne af det enkelte team ikke kommer fra den samme arbejdsplads. (R. & Majeed, 2012) har i 
deres artikel fundet ud af at der er en tendens til, at Scrum teams der arbejder i meget korte sprints (ca. 
1 uge) ofte støder på fejl. Derudover beskriver deres artikel, at opgaver der har indflydelse på 
pålideligheden af produktet bør prioriteres selvom de tager lang tid. (Babb, et al., 2014) har lavet lignende 
observationer om XP, som er at små teams har en tendens til ikke at have de samme ressourcer, og det 
derfor ofte er et problem at teste kode da det er en tidskrævende proces, specielt for små teams.  
Som opsummering kan vi konkludere, at artiklerne er enige om, at Scrum i sin rene form vil være svær 
at implementere, og selvom det ikke er alle artikler der beskriver dette, så er det klart at de alle taler for 
at man optimerer Scrum så det passer præcist til ens virksomhed. Selvom det ikke er alle artiklerne der 
beskriver indflydelsen af den enkelte sprints længde eller antallet af deltagere mener vi at det er vigtige 
observationer at tage med videre. Også ideen om at der er højere sandsynlighed for fejl i korte sprints, og 
problemer med at nå at teste kode i små teams, er noget vi vil se på.  
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3.1.5 Artefakter i agile teams 
I dette afsnit vil vi se på hvad litteruren siger om brugen af artefakter i agile teams. Der er ikke er så 
mange af artiklerne som taler direkte om artefakter, så derfor vil dette afsnit være kortere en de 
foregående, men ikke mindre vigtigt. Afrundende vil der være et afsnit der beskriver hvad artiklerne 
tilsammen siger om emnet, og hvilke teorier, observation og konklusioner der optræder i flere artikler. 
Babb et al.  (2014)  
En af artefakterne inkluderet i XP er ’test first’ og ’test driven unit testing’, men ingen af disse teknikker 
blive brugt i projekter som Babb et al. rapporterer om. Det vil sige at selvom unit test er en del af XP, blev 
teknikken ikke brugt. Forfatterne mener dog at SSC med tiden vil begynde at implementere dette artefakt 
i takt med at virksomheden bliver mere vandt til at arbejde med XP. 
Parprogrammering blev i virksomheden sjældent brugt i projekter, da det var muligt at et enkelt 
projekt kun havde en programmør og derfor var det ikke muligt at bruge parprogrammering. 
Parprogrammering blev i stedet anvendt til at sikre, at udviklingen var i overensstemmelse med lederens 
ønsker og teknikker i forhold til udvikling. 
Cockburn & Highsmith (2001)  
Denne artikel beskriver at det nærmest er lige meget hvor gode de processer og artefakter der bliver 
brugt er; det vil aldrig have den samme betydning som at have kompetente folk (”people trump process”). 
Forfatterne mener at hvis du har kompetente folk vil de kunne opnå positive resultater lige meget 
processen.   
R. & Majeed (2012)  
Forfatterne mener at Scrum ikke giver nok hjælp i forhold til struktur og backlog, og at de eksisterende 
værktøjer på markedet, enten er for komplicerede og koster for meget, eller er for simple og derfor ikke 
rigtig en hjælp  
Forfatterne er I deres undersøgelse kommet frem til at ”burndown charts” kun er relevante hvis 
teamet har en Scrum master eller en produktejer som hjælper med at analysere Scrum teamets ”Burn 
down charts”. Forfatterne mener at disse charts kan være en god måde at få et overordnet overblik over 
projektets status, men at de ikke er nok til at kunne give indsigt i hvad der er sket den enkelte dag.  
 Srinivasan & Kristina (2009)  
Forfatterne taler om at en af ”innovationerne” de har oplevet i denne organisation er at GameDevCo 
automatisk genererede deres burndown charts, som de bruger til at skabe opmærksomhed eller overblik 
over situationen internt i teamet og gennem Scrum masteren til ledelsen. 
Pries-Heje & Olsen 
 
 
S i d e  29 | 471 
 
 
Forfatterne undersøger i denne artikel en virksomhed hvor det observeret Scrum projekt bestå af flere 
Scrum teams og i dette tilfælde er der flere af deltagerne i Scrum teamsne som er negative over for de 
værktøjer de har og arbejder med. En af problemerne som forfatterne beskriver i relation til dette er, at 
udviklingen i de enkelte Scrum teams ikke bliver kommunikeret godt nok til at alle teams er sikre på 
systemets afhængigheder. 
3.1.6 Litteraturanalyse af artefakter 
Det er kun fire af de udvalgte artikler der i mindre grad taler om hvordan artefakter har virket i deres 
agile eller Scrum teams. (Cockburn & Highsmith, 2001) beskriver i deres artikel at de er kommet frem til 
at ideen om at man skal bruge specifikke artefakter ikke er nær så vigtigt som at sikre at artefakterne 
passer til teamet ”people truph process”. (Srinivasan & Kristina, 2009) artikel beskriver hvordan deres 
undersøgte virksomhed automatisk generer ”burndown charts” som bliver brugt til at skabe overblik over 
situationen internt i systemet. I den selv samme artikel er det beskrevet at fordi virksomheden har flere 
Scrum teams som arbejder sammen er der flere af deltagerne i de forskellige Scrum teams der ikke mener 
at de værktøjer/artefakter de har at arbejde med er gode nok specielt i forhold til kommunikation med 
de andre teams. (R. & Majeed, 2012) Beskriver i deres artikel at mange af deltagerne i de agile teams de 
undersøgt syndes at enten var de værktøjer de havde at arbejde med at for simple eller alt for kompliceret 
hvilket formindskede værktøjets hjælpsomhed. I den samme artikel bliver der beskrevet det i gennem 
deres undersøgelse er blevet klart at artefaktet ”burndown charts” kun er et værdifuldt artefakt hvis 
teamets Scrum master eller produkt manager forstå at bruge dette artefakt. (Babb, et al., 2014) er den 
sidste artikel der har beskrevet hvordan artefakter bliver brugt, har fundet ud af at artefakter ikke 
nødvendigvis bliver brugt efter hensigten. En af kerne koncepterne i XP er par programmering, men i de 
undersøgte XP teams var det ikke muligt at bruge par programmering fordi de enkelte team kun havde en 
programmør tilknyttet. I stedet blev par programmering brugt som et værktøj til at sikre at udvikler var i 
overensstemmelse med ledernes ønsker og teknikker. 
Som konklusion om brugen af artefakter i forskellige typer agile teams, så ser vi på tværs af artiklerne 
beskrivelser af, at artefakterne bruges i andre situationer end de egentlig er tiltænkt. Så det er op til det 
enkelte agile team at implementere disse teknikker så de virker i deres team eller undlade dem.   
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3.1.7 Software test i agile teams 
I dette afsnit vil vi give et oveblik over hvad litteraturen siger om software test i agile teams. Vi runder 
af med at samle op hvad artiklerne tilsammen siger om emnet, og hvilke teorier, observation og 
konklusioner der optræder i flere artikler. 
Abrahamsson, et al. (2003)  
Forfatterne beskriver i denne artikel, at efter deres opfattelse er abstrakte principper kun 
hjælpsomme hvis der er konkrete eksempler på hvordan disse principper skal udføres, ellers er de 
abstrakte principper nærmest ligegyldige. Selvom det ikke direkte er sagt her betyder det, at selvom vi 
godt er klar over at der bør laves kode tests, unit tests, og integrations tests bliver der i Scrum ikke 
beskrevet eksempler på hvordan disse elementer skal gribes an. 
Babb et al.  (2014)  
En af artiklens pointer i forhold til test er, at mange af de teknikker der er udviklet til at teste software 
er udviklet med store virksomheder i tankerne, og ofte kræver disse teknikker så lang tid, at små 
virksomheder som konkurrerer for at overleve ikke kan bruge disse teknikker. Hen i mod slutningen af 
artiklen fremhæves at det stadig er vigtigt at få testet produktet, men at det bør udføres på en måde der 
er tilpasset virksomheden. 
Bianculli, et al. (2015)  
Denne artikel beskriver hvordan der på nuværende tidspunkt, er et kultur skel mellem agile udvikling 
og teknikker som formel modellering og formel verifikation mm. Artiklen begrunder dette skel med at 
disse to teknikker ofte er til tænkt tå forskellige udviklings metoder formel modellering og verifikation, 
kræver at der ikke sker ændringer mens man udføre disse teknikker. Dette er direkte modsat agile 
teknikker som f.eks. Scrum hvor kravspecifikkationer nærmest altid vil ændre sig undervejs. Derudover 
beskriver artiklen at udover at verifikation, er en meget ufleksibel proces, er det også en meget 
tidskrævende opgave at udføre hvilket er en del af grunden til det ikke kan betale sig at bruge i agile 
metode i den formelle form. Alt i alt beskriver artiklen at der stadig er problemer med at få de forskellige 
formaliseret test teknikker som verifikation til at virke i agile teams. 
Muckridge & Cunningham (2005) 
Deres første pointe er, at man skal holde ”Story-test” meget tæt på de forretningsregler der 
implementeres. Man skal altså have fokus på hvad det er den pågældende brugerhistorie bidrager til rent 
forretningsmæssigt, og sikre at Story-testen har samme fokus. Det andet man skal sikre er, at hele 
Brugerhistorien er implementeret. Mugridge og Cunningham taler også meget om automatiseret test, og 
anbefaler at man af hensyn til hurtig udvikling kombinerer story-test. 
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Puleio (2006)  
Alle de bøger de læste sagde, som også flere af de artikler vi har refereret her, at test skulle 
automatiseres mest muligt, for at test ikke sænker hastigheden i sprintet. Det sloges det lille team en del 
med. De endte med at overbevise produktejeren om, at et helt sprint skulle dedikeres til at lave test-
scripts og køre et simpelt testværktøj ind. Men efterhånden kom teamet efter at teste som en integreret 
del af hvert sprint. Og det endte faktisk med at en af de erfarne testere, med mange års erfaring fra 
vandfalds-udvikling sagde: ”This is the highest quality code that I have ever seen from this organization” (Puleio, 
2006) side 6. Noget andet som det lille team sloges med var kommunikation. I den forbindelse skal det 
siges at de fem deltagere kom fra fem forskellige baggrunde, hvilket førte til at de ofte talte forbi 
hinanden. For at forbedre kommunikationen i teamet blev det påkrævet at de alle læste de samme bøger 
og artikler og diskuteret dem for at få nogle fælles rammer. Derved fik de samme ordforråd, og kom 
mange af kommunikationsproblemerne i forkøbet. 
R. & Majeed (2012)  
Forfatterne pointerer at kravet om at kode udgives ofte i Scrum, betyder at integrationstest ikke hver 
gang kan blive udført ordenligt, da det er en tidskrævende test. 3 
“Teams have a short term deadlines due the agility of the teams. To cope up with a lagging deadline, 
the developer needs to put extra hours. This will create Code Quality related issues. However, one cannot 
write bug free code all the time especially when he is working under pressure.” 
Forfatterne har I deres undersøgelse fundet frem til at de korte deadlines i agile team betyder at 
opgaver som tager længere tid end beregnet ofte vil betyde at der er mindre tid til at tjekke kvaliteten af 
kode. Dette mener forfatterne kan betyde at noget udgivet kode vil indeholde fejl der ikke er blevet fundet 
pga. tidspres. Forfatterne foreslår at man løser dette problem ved at dele opgaver i mindre bidder, hvilket 
gør det muligt at nå en del af dem i det nuværende sprint og have planlagt de resterende i næste sprint.  
  
                                                          
 
3 ” As the products are released frequently during a sprint module integration testing cannot be 
performed properly all the times, as it requires a lot of time for testing and quality assurance.” 
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Shaye (2008)  
Deres største udfordring var regressionstest, altså der hvor man sikrer at det der fungerer i tidligere 
leverancer ikke bliver påvirket negativt af ny kode. Systemet skal fortsat fungere korrekt efter nye 
ændringer introduceres. Især når man arbejder agilt, i korte iterationer eller sprint, vil regressionstest 
være en udfordring man hyppigere har. Måden IBM løste det på var at definere seks niveauer af test 
(Shaye 2008, p. 472-473): 
0. Unit Test, udført på den mindste del af koden, som automatiseret test med feedback på 
minutter 
1. Checkpunkter, også automatiseret, resultat (feedback) på under 30 minutter 
2. Daily Build, igen automatiseret, feedback på under 1 time 
3. Feature Smoke test, der tester alt omkring en ny funktionalitet, automatiseret, under 2 timer 
4. Ugentlig regressionstest 
5. Fuld regressionstest, alt testes, feedback kan tage uger 
Så Shaye (2008) prøver at automatisere så meget som overhovedet muligt. Det betaler sig selvfølgelig 
fordi det projekt de studerer hos IBM er stort og der er mange udviklere og mange testere. Oven i købet 
arbejder testerne i et separat team med dagligt stå-op møde, et scrum board med testopgaver, og 
iterationer kun for test-teamet. En interessant tilføjelse til den klassiske agile brug af værktøjer er et 
automatiseret Burn-Down diagram, hvor man kan se hvor meget af koden man har testet. 
 
(Shaye, 2008), figur 6, s. 475 
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Stolberg (2009)  
Han fremhæver følgende agile test praktikker: 
1. Definér “just-enough” accept-test, så alle er sikre på at samlingen af User Stories er komplet og 
vil fungere ved slutningen af et sprint 
2. Automatiser så tæt på 100% af testen som muligt, og brug et rammeværk egnet hertil 
3. Saml al regressionstest i en test-suite, og afvikl sammen med det daglige ’Build’ 
4. Udvikl Unit test for kode samtidig med at koden skrives i sprintet 
5. Afvikl (”run”) alle Unit test ved hvert Build 
6. Afvikl flere Builds om dagen 
Sumrell (2007)  
Sumrell udleder seks ’Lessons Learned’, bl.a. at man skal være opmærksom på at roller og ansvar 
ændrer sig undervejs. Blot fordi man engang har aftalt hvordan tingene skal foregå, så skal man ikke tro 
at det ligger fast hele vejen. Noget andet hun gør opmærksom på er, at alle, både udviklere og QA folk, 
skal have ansvar for kvaliteten. Udviklerne må ikke fraskrive sig ansvaret, blot fordi de har nogle QA folk 
med. 
Sutherland, et al. (2007)  
” For a new software system the requirements will not be completely known until after the users have 
used it” 
Forfatterne har beskrevet at test af kode normalt foregik ved at udviklere skrev unit tests, og at et test 
team og produktejer udførte manuel tests på koden. Automatiseret test blev udført af et test team i Utah 
ved at udvikle test ved hjælp af et automatiseret test værktøj. 
I et team bestående af 26 personer var der én projektleder, tre udviklings ledere, 18 udviklere, en 
testleder og tre testere. I denne form for teams var det dog ofte meget svært at få et fuldt testet kode 
inden slutningen af et sprint. I denne artikel kom de en del af dette problem til livs ved at kræve at 
udvikling forgik via ”test-first” princippet.  
“Pair programming is done on more complicated pieces of functionality. Refactoring was planned for 
future Sprints and not done in every iteration as in XP.” 
Srinivasan & Kristina (2009)  
Forfatterne er i deres undersøgelse kommet frem til at en af stederne hvor GameDevCo har problemer 
med at bruge Scrum er til opgaver som brugergrænseflade udvikling hvor det er uklart hvordan Scrum 
håndterer denne proces.  
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“The scrum team built the test cases based on the scrum backlog, and aggregated the test cases for 
each of the scrum tasks to form the overall test suite, instead of deriving the system-level tests and 
acceptance tests based on the product backlog.” 
 Talby, et al. (2006)  
Artiklen beskriver hvordan test er udført i et meget stort team med separate testere og udviklere. 
Noget af det der virkede var, at sidde tæt sammen, arbejde med små korte releases, og så igen at 
automatisere: ”… to focus on the continuous creation of automated acceptance tests rather than unit tests”. 
3.1.8 Litteraturanalyse af software test 
Inden for kode-test er artiklerne meget forskellige i forhold til hvordan de udfører test. (Abrahamsson, 
et al., 2003) artikel beskriver at der ikke rigtig er nogle gode agile testværktøjer, og Scrum kommer ikke 
med eksempler på hvordan man bør teste sin kode. (Srinivasan & Kristina, 2009) taler om at et af de 
punkter de har svært ved at klargøre omkring test er test af brugergrænseflade, da Scrum ikke taler om 
hvordan man håndterer udvikling eller test af brugergrænsefladen.  
(Sutherland, et al., 2007) beskriver i deres artikel at udviklere i deres team laver unit tests med test 
teamet og produktejeren udfører manuelle test på koden. Test- teamet laver også automatiseret test via 
et testværktøj. Derudover beskriver de at de bruger parprogrammering til de mere komplicerede dele af 
koden. (R. & Majeed, 2012) artikel beskriver at kravet om at al kode skal være udgivelsesklart i slutningen 
af et sprint betyder at test som integrationstest ikke kan blive udført ordenligt pga. tidspres. De har i 
artiklen også fundet ud af, at hvis der er elementer i et sprint som tager længere tid end beregnet vil det 
nærmest altid i sidste ende gå ud over den tid der burde være brugt på at teste koden.  
(Babb, et al., 2014) artiklen kommer til den samme konklusion; at test af kode ikke bliver udført 
ordenligt i små agile teams, hvilket forfatterne begrunder med at de fleste testteknikker er til tænkt store 
virksomheder og er en længere varende proces, og er derfor ikke beregnet til små hurtige sprint. 
Opsummerende synes alle artiklerne om mindre teams med korte sprint-forløb at pege på, at man 
har svært ved at få testet kode igennem, da der ikke findes test som er tiltænkt Scrum, og den korte tid til 
rådighed gør det svært at teste ordenligt. Det er derfor op til Scrum teamet selv at finde en god måde at 
test teamets kode så koden i slutningen af hver sprint er klar til et blive udgivet.  
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4 Case-studie 
Denne del af rapporten omhandler den case vi har lavet i samarbejde med virksomheden Whitebox. 
Vi laver dette case-studie for at få erfaringer med hvordan et Scrum team bestående af to personer vil 
fungere, således vi senere kan analysere vores erfaringer i forhold den viden vi har fået via vores litteratur-
review. 
4.1 Case beskrivelse 
Dette case-studie er lavet af to studerende fra Roskilde Universitet, Anders Olsen og Rasmus Pries-
Heje, og samarbejdspartnere fra Whitebox, Jørn Johansen og Per Harboe. Whitebox er en 
konsultationsvirksomhed. De konsulterer deres kunder i form af at evaluere kundens virksomhed i 
projektudførelse. Evalueringen er baseret på standarden CMMI (se bilag A), hvilket resulterer i udmåling 
af et modenhedsniveau for hvor god eller dårlig virksomheden er på forskellige områder af 
projektudførelse. 
Projektet er struktureret ud fra Scrum metoden, hvor der i alt blev udført fem sprint i perioden d. 
17/02-2015 til d. 22/05-2015. Der blev lavet et indledende sprint for at få erfaringer omkring hvorledes 
de resterende fire sprint skulle udføres. I Figur 1 fremvises en tidslinje for indholdet af case-studiet, som 
efterfølges af en overbliksgivende beskrivelse af hvad der er foregået igennem Scrum projektet.  
 
Figur 1 - Tidslinje for Case 
Tidslinjen, Figur 1, illustrerer perioderne for de sprint vi har foretaget, hvor der er tilknyttet nogle mål 
som skal opnås til den specificerede dato. For hvert sprint blev der lavet et backlog møde, et sprint 
planlægningsmøde og et sprint review i samarbejde med Jørn og Per fra Whitebox. Igennem projektet har 
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vi haft seks møder, hvor det første møde var d. 17/2-2015 og dernæst for hver afslutning af et sprint. 
Backlog for hvert sprint kan ses i Bilag C. 
4.1.1 Beskrivelse af Krav og Funktionalitet  
Case-studiet fokuserer på at udvikle en it-løsning som Whitebox skal bruge til at kunne sammenligne 
data om deres kunder. Funktionaliteten af it-løsningen blev udviklet ud fra brugshistorier i backloggen. I 
dette afsnit beskriver vi funktionaliteten for den færdige it-løsning. Dette gør vi for at giver læseren den 
nødvendige kontekst før vi beskriver hele case-studiets forløb. Dette betyder samtidig at vi ikke går i 
dybden med funktionaliteten, da det først og fremmest drejer sig om at give et overblik. Før vi gik i gang 
med at udvikle den første del af it-løsningen opstillede Whitebox de krav som var generelt for hvad vi 
skulle udvikle. 
1. Det skal være muligt at operere med it-løsningen uden internet 
2. Det skal være muligt for dem at give andre adgang til de data de indtaster i it-løsningen 
3. Det skal være muligt at videreudvikle it-løsningen 
Disse generelle krav er gældende for it-løsningen uanset hvilken funktionalitet der udvikles. Under hele 
projektet blev der for hvert sprint fokuseret på nye dele af den ønskede funktionalitet, hvor Tabel 1 giver 
et overblik af alt funktionaliteten der skulle ind i it-løsningen. 
Whitebox bruger modenhedsstandarden CMMI til evaluering. En virksomheds projektførelse kan 
evalueres flere gange, og det er muligt at evaluere konkrete projekter inden for virksomheden. 
Evalueringen består af maksimalt 22 processer, hvor kunden kan vælge hvilke processer til 
projektudførelse som virksomheden skal evalueres på. Yderligere information om CMMI kan findes i bilag 
A. For Whitebox har proces have tre slutdata og de ønsker en it-løsning der kan gøre det muligt at 
sammenligne disse processers slutdata med andre virksomheders slutdata. Denne sammenligning over 
flere virksomheder skal gøres baseret på parametre som Whitebox selv vil definere. Herefter gennemgår 
vi den funktionalitet som er nødvendig for at kunne løse problemet. 
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Funktionalitet Beskrivelse 
Oprettelse af 
Kategorier & 
Variabler 
Whitebox vil have mulighed for at oprette og redigere kategorier og variable, 
som de skal bruge til at beskrive deres kunder. Deres kunder identificeres via et 
id, som refererer til en gennemført evaluering af en virksomheds 
projektudførelse. Dvs. at en virksomhed kan fremstå igennem flere id’er, hvor 
hver id repræsenterer en ny evaluering af virksomhedens projektførelse. 
Indtastning af 
Virksomheder 
Det skal være muligt at indskrive en virksomheds evaluering ud fra et id og 
relatere de oprettede kategorier og tilhørende variable til evalueringen. Et 
eksempel kan være at en evaluering har et id 1111, lavet i 2013, tredje kvartal 
og virksomheden har 8 ansatte udviklere, hvilket betyder at kategorien ’antal 
ansatte udviklere’ skal sættes til ’antal<10’. 
Indtastninger af 
Procesmålinger 
Det skal være muligt at indskrive procesmålinger for hvert id. Disse 
procesmålinger er slutdata der er udarbejdet af Whitebox. Whitebox anvender 
CMMI der består af består 22 processer, som ender med tre slutværdier ud fra 
hver proces. Dertil skal der være et overordnet modenhedsniveau. 
Søgningsfunktion Denne del omhandler funktionaliteten om at få fremvist virksomheders 
procesmålinger ud fra at søge på et id eller kategorier og dertilhørende variabler 
(kaldet parametre). Søgningsfunktionaliteten skal også kunne sammenligne 
resultaterne fra et udvalgt id med resultaterne fra udvalgte parametre, samt 
resultaterne fra et id med et andet id. Resultatet af en sådan søgning skal 
komme i form af en grafisk præsentation af procesmålingerne. Den grafiske 
præsentation er specificeret af Whitebox.  
Redigering af 
indtastet data 
Der laves noget funktionalitet der gør, at et tidligere indskrevet id og tilhørende 
procesmålinger skal kunne redigeres eller slettes. 
Tabel 1 - It-løsningens funktionalitet 
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4.2 Scrum Roller, Aktiviteter & Artefakter 
4.2.1 Indledende sprint 
Forventet brug af Scrum roller  
Inden vi tog ud til whitebox, var vi blevet enige om i fællesskab at forklare hvordan Scrum fungerer, 
og vi forventede at udføre rollen som Scrum master i fællesskab, frem for alene. I forhold til produktejeren 
regnede vi med, at Jørn Johansen som var vores primære kontaktperson, og som vi havde snakket med 
tidligere, skulle være produktejer. 
Produkt Backlog og Grooming  
Ved det første møde (lydfil – Se bilag F.1) i det indledende sprint udformede vi den første backlog i 
samarbejde med Jørn og Per fra Whitebox. Måden vi lavede den første backlog på var, ved at skrive idéer 
ned til hvad den færdige it-løsning skulle kunne. Hver idé blev skrevet ned på hver sin post-it og placeret 
på et ud af tre prioriteringsfelter, henholdsvis ”1”, ”2” og ”3”, der hver repræsenterede et 
prioriteringsniveau. Dernæst blev førsteprioriteterne (1) delt op i tre underprioriteter 1a, 1b og 1c. På 
denne måde blev idéerne mellem Per og Jørn diskuteret og prioriteret til et punkt, hvor det var muligt at 
opbygge den første backlog. Den første backlog kan ses i Bilag B under ’Indledende Sprint – Backlog’. 
Backloggen blev afleveret til Per og Jørn, hvor de fik af vide at de kunne ændre backloggen hvis de kom 
på noget nyt og at vi så ville kigge på de nye ting i backloggen på næste møde. Resultatet af denne proces 
kan også ses i bilag C.2. 
I forbindelse med ’grooming’ af brugshistorierne blev der også snakket om hvordan arbejdsgangen 
ville være i forhold til at anvende it-løsningen. Det blev forklaret os, at Whitebox for nuværende havde 
alle informationerne i individuelle Excel-dokumenter, et for hver evaluering for en kunde de havde lavet. 
Vi forstod at deres slutdata fra hver evaluering var brugbare på mange måder, især hvis de kan 
sammenlignes med hinanden. Denne sammenligning ville de gerne kunne gøre ude hos deres kunder, 
men det er ikke altid at man har internetadgang ude ved kunden. Selve indtastningen af data ville kun 
forgå efter måling af virksomheders modenhedsniveau, som på nuværende tidspunkt maksimalt sker 1 
gang om ugen. De data som ville blive indtastet, skal kunne sammenlignes, og skal samtidig kunne deles 
mellem Whitebox’ tre medarbejdere, og muligvis andre i fremtiden.  
Sprintplanlægningsmøde 
Vi lavede ikke estimering af brugshistorierne i det indledende sprint. Det skyldes at vi anvendte det 
indledende sprint til at finde ud af hvor meget arbejde vi ville kunne lave i et sprint. Der blev valgt følgende 
brugshistorier til det indledende sprint. 
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Brugshistorie 1: Brugere skal have mulighed for at konfigurere kategorier med tilhørende parametre. En 
kategori kan indeholde flere parametre. 
 
Brugshistorie 2: Brugere skal have mulighed for at oprette virksomheder, hvor selvindtastet id er 
identifikationen for virksomheden.  
Diskussionen af brugshistorierne, samt et dokument Whitebox gav os, beskrev kravene til 
funktionaliteten. For brugshistorie 1 – konfiguration af kategorier og tilhørende variable – skal man kunne 
oprette, redigere og slette kategorier, samt oprette, redigere, slette og tilføje variable til en specifik 
kategori. Derudover må der maksimalt være seks variable tilknyttet en kategori, hvilket Whitebox 
begrundede med at de ville holde spredningen af muligheder inden for en kategori nede. For brugshistorie 
2 – indskrivning af virksomhedsevalueringer – skal man kunne identificere en evaluering ved et id og et 
navn, og en variable for hver kategori skal relateres til den enkelte evaluering.  
I den indledende sprint brugte vi ikke systematisk en sprint backlog eller et Scrum Board, primært fordi vi 
havde (for meget) fokus på at komme i gang med programmeringen. Vi gav dog et overslag, dvs. et groft 
estimat, på hvor mange (historie-)point (”story points” = den enhed man i scrum estimerer i) de 
brugerhistorier vi arbejdede med til sammen ville koste.  
Til sidst i det indledende sprint havde vi en forståelse af hvor meget vi kunne nå i et sprint, hvilket 
siden har ligget til grund for vores estimering af brugshistorier. Vores estimat var, at vi kunne lave op til 
25 point i et sprint på to uger, hvor hver brugshistorie bliver estimeret til et specifikt antal point. Pointene 
står skrevet som den sidste del af brugshistorierne (se bilag). 
Daglige Scrum møder 
I starten af den indledende sprint mødtes vi hver dag og fortalte hvad vi havde lavet siden sidst, om 
vi var løbet ind i problemer og hvad vi havde tænkt os at lave i dag. Dette møde føltes dog ofte ligegyldigt, 
da vi i et to-mands team kun havde hinanden til at hjælpe med problemer, og det gav derfor bedre 
mening, at kontakte den anden, lige når man stødte på et problem, frem for at vente til næste dag. Vi 
talte ofte sammen mere end en gang om dagen via Skype om Scrum projektet. 
Sprint Review møde 
Afslutningsvis havde vi et sprint review (lydfil – Se bilag F.2) med Per og Jørn, hvor vi testede den 
funktionalitet der var blevet lavet, og fik feedback om hvad der skulle rettes. F.eks. valgte Per og Jørn på 
dette tidspunkt at et id for en virksomhed ikke skulle tildeles et navn, da de fremover kun ville identificere 
en evaluering af virksomhed via et anonymiseret id. Dette valg skyldes, at evalueringerne er fortrolige, så 
anonymiseringen gav mulighed for at data kunne deles med folk for andre lande. 
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Brug af Scrum roller i indledende sprint  
Efter det indledende sprint, var det klart for os, at valget med at dele Scrum masterens ansvar mellem 
os, virkede godt. Derimod havde vores forventning om at Jørn ville være vores produktejer vist sig kun til 
dels at være sandt. I stedet blev både Per og Jørn produktejere, men for forskellig funktionalitet; Per var 
den primære bruger af den visuelle del, med at fremvise resultater til virksomheder, mens Jørn var den 
primære bruger i forhold til at skulle indskrive nye virksomhedsdata i systemet. Ellers var fokus på at 
udvikle it-løsningen og afprøve eksempler, og mindre på systematisk at teste koden.    
4.2.2 Sprint 1 
Forventet brug af Scrum roller  
Inden sprint 1 begynde regnede vi ikke med, at der ville være den store forskel til det indledende 
sprint med hensyn til brug af Scrum master og produktejer. Derimod formodede vi at arbejdet med de 
andre roller i Scrum teamet vil have et større fokus på test i dette sprint. 
Backlog Grooming 
I forlængelse af sprint reviewmødet (lydfil – Se bilag F.2) i det indledende sprint forsatte vi med 
backlog grooming af backloggen, udført i samarbejde med Per og Jørn. Revideringen foregik således at 
Per og Jørn diskuterede hvad de ville prioritere, og om der skulle nye brugerhistorier ind i backloggen. 
Diskussionen bar tydeligt præg af hvad der var blevet testet og snakket om under sprint reviewmødet. 
Der ud over bar backlog grooming også præg af, at vi havde givet et overslag på hvor mange point de 
enkelte brugshistorier ville koste at udvikle. I forlængelse af dette møde blev det klart for os, at de ikke 
havde tænkt sig at indskrive nye data ude hos virksomheden, men kun ønskede adgang til eksisterende 
viden når de var ude hos kunder, eller potentielle kunder.  
Sprint planlægningsmøde 
Efter Jørn og Per havde fået prioriteret produkt backloggen bestemte de sig til, at de i dette sprint kun 
ville inkludere én brugshistorie, hvilket til dels var på grund af, at vores estimat for den efterfølgende 
brugshistorien var 35 point, men også fordi denne nye funktionalitet skulle hænge sammen med den 
tidligere udviklede funktionalitet. Derfor var den eneste brugerhistorie i dette sprint fremhævet herunder. 
Brugshistorie 3: Brugere skal have mulighed for at indtast dataset for virksomheder. Dataset består af 
variable relateret til specifikke processers aggregerede modenhedsniveau. 15 
Efter udvælgelsen af brugshistorie e uddybede Per og Jørn var hvordan funktionaliteten skulle 
fungere; En proces vil have tre målinger, et modenhedsniveau og disse data skal relateres til en allerede 
eksisterende virksomhedsevaluering. Modenhedsniveauet kan angives i kvartaler fra 0 til 4.  
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De havde ikke nogen informationer omkring deres adgang til server hos deres webudbyder. De havde 
heller ikke viden om hvordan deres webhotel blev lavet, da udbyderen lavede det hele for dem. Dette 
betød for vores integration mellem konfiguration af kategorier og tilhørende variable muligvis ville være 
spildt arbejde og det blev derfor sat til side.    
Sprint backlog  
For at have et bedre overblik over opgaverne, valgte vi fra og med dette sprint, at gøre brug af en 
sprint backlog. Måden vi gjorde det på var ved indledende at opdele vores brugshistorie i mindre opgaver, 
som var simplere at arbejde med, det der inden for projektledelse hedder en Work Breakdown Structure. 
Derefter lavede vi en sprint backlog over de forskellige opgave der indgik i en brugshistorie og gav dem 
hver i sær deres egen score alt efter sværhedsgrad.  
Brugshistorier To Do Score 
Brugere skal have 
mulighed for at 
indtaste dataset for 
virksomheder. Dataset 
består af variabler 
relateret til specifikke 
processers aggregeret 
modenhedsniveau. 
Mock-up af layout for indtastning af dataset 1 
Kodning af layout for indtastning af dataset 5 
Kodning af samarbejde mellem layout og 
dataindstastningskode 
6 
E/R diagrammering af Databasestruktur ½ 
Domain Model af koden. ½ 
Kode dataindtastningen til database 5 
(Samarbejde mellem Derby & MySQL) (4) 
(Log-in funktionalitet) (7) 
Class Diagram af Databasestruktur ½ 
Den gule markering skal illustrere funktionalitet der ikke har direkte relation til brugshistorien, men 
er funktionalitet der skal udvikles for at stand alone programmet og den centrale database kan snakke 
sammen.  
Scrum Board & Daglig Scrum møder  
Efter indledende at have opstillet alle opgaverne og deres sværhedsgrad i vores sprint backlog og 
gemt det i et dokument overførte vi disse delopgaver til vores Scrum Board. 
Et Scrum Board består af 5 rækker kaldet: User story, To do, Doing, Done og Done done. Idéen er 
indledende at have alle opgaver i To do rækken, og derefter flytte dem en gang til højre når der er nogen 
der arbejder med opgaven, og flytte dem over i Done når opgaven er færdig og i Done done når en anden 
har tjekket at opgaven er færdig, eller koden er testet igennem. Måden vi brugte dette Scrum Board på, 
var ved at kombinere vores daglige Scrum møder med vores Scrum Board, så vi derved gennemgik hvilke 
opgaver vi havde arbejdet på og konkluderet at opgaven var færdig og skulle rykkes til done, skulle 
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arbejdes videre med i Doing, eller der var brug for at en anden tog sig af opgaven, så den skulle tilbage til 
To do. I bilag E.1 har vi dokumenteret nogle af vores Scrum boards fra start til slut. Følgende figur viser 
vores Scrum board fra sidste daglige møde i sprint 1. 
 
Ud fra Scrum Boardet, ovenfor kan det ses, at vi ikke i sprint 1 havde tid til at udvikle en kobling mellem 
konfigurationen af kategorier, og variable fra den centrale database med den lokale database der er 
indlejret i stand alone programmet. At lave en integration blev løbende nedprioriteret fordi Whitebox ikke 
gav os oplysninger om hvorvidt de havde adgang til en server. Da Whitebox ønskede at vi skulle bruge de 
ressourcer de allerede havde, så var det nødvendigt for os at kende til deres muligheder. Dette resulterede 
i at en integration af den centrale database og stand alone programmet ikke blev påbegyndt i dette sprint. 
 Sprint Review møde 
Afslutningsvis i dette sprint havde vi planlagt et møde (lydfil – Se bilag F.3) med Per. På dette møde 
lavede vi et sprint review hvor vi testede funktionaliteten med Per, for at finde ud af hvad der skulle 
ændres, og vi fremviste forskellige eksempler på interaktive brugergrænseflader for indtastning af 
procesmålinger. Per var glad for at få præsenteret forskellige brugergrænseflader for hvordan man kunne 
indtaste procesmålingerne, men han ville hellere have, at vi fokuserede på at udvide funktionaliteten, i 
stedet for at ændre brugergrænsefladen. I denne situation fik vi ikke kommentarer til fejlhåndteringen 
fordi der ikke kom en tekst der forklarede hvad problemet var, men i stedet blev der skrevet en dialogboks 
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der forklarede hvilken fejlkode der var opstået. Vi enedes om, at det var en god idé at lave en dialogboks 
til at forklare hvis f.eks. anogle værdier ikke var valide for en specifik procesmåling eller lignende.  
Brug af Scrum roller i sprint 1  
I dette sprint blev der i Scrum teamet lagt vægt i at afprøve produktet både undervejs i sprintet ved 
at udføre par-programmering på færdigudviklede dele, og rette fejl mens vi sammen testede systemet. 
Der ud over brugte vi også dagen før vi skulle ud til Whitebox på at prøve systemet igen, og sikre at alting 
virkede efter hensigten. Overraskende nok var brugen af produktejer anderledes i dette sprint end i det 
indledende, da vi kun havde Per med som produktejer, hvilket betød at vi ikke havde en ekspert i hvad 
der vigtigt i forhold til indskrivning af data. Vores egen refleksion er, at selvom det er normalt kun at have 
en produktejer, så kunne vi i dette sprint godt mærke vi manglede Jørn som produktejer.   
4.2.3 Sprint 2 
Forventet brug af Scrum roller  
I sprint 2 regnede vi med, at der ville være langt større fokus på den grafiske brugergrænseflade, og 
vi regnede med at der skulle bruges mere tid på at test af brugergrænseflade.  
Backlog Grooming 
I forlængelse af sprint reviewmødet (lydfil – Se bilag F.3) i sprint 1, lavet vi en revision af backloggen i 
samarbejde med Per. Det foregik således at Per beskrev hvad han ville prioritere og om der skulle nye 
brugshistorier ind i backloggen, mens en af os sad med backloggen for at skrive hans beslutninger ind.  
Sprint planlægningsmøde 
I forlængelse af backlog grooming lavet vi et sprint planlægningsmøde. Hvor Per udvalgte de 
brugshistorier han mente var mest relevant for dem at få udviklet. På baggrund af hans valg gik vi i gang 
med følgende brugshistorier.  
Brugshistorie 1: Grafisk præsentation af modenhedsmodel 
 
Brugshistorie 2: Interaktiv (Udvælgelse af data) interface af modenhedsmodel 
Ved dette møde diskuterede vi hvor meget frihed vi havde til at være kreative med den grafiske 
præsentation. De gav os fri mulighed for at være kreative, men havde en model hvor der var en logisk 
opstilling der burde implementeres i vores løsning. De ønskede også at vi anvendte den samme model til 
at vise den enkelte virksomhedsevaluerings procesmålinger, og til sammenligning af 
virksomhedsevalueringer.  
  
Pries-Heje & Olsen 
 
 
S i d e  44 | 471 
 
 
Sprint backlog 
Som den første del af dette sprint lavede vi en estimering af de udvalgte brugshistorier hvor resultatet 
af dette kan ses i tabellen herunder.  
Brugshistorie To Do Score 
Grafisk præsentation af 
modenhedsmodel 
Layout – Hvordan skal det se ud 2,5 
Dokumentation af kode (in-code) 1 
Mock-up forskellige designs 5 
Kodning af grafisk layouts 10 
Interaktiv (Udvælgelse af 
data) interface af 
modenhedsmodel 
Kodning 8 
Mock-up forskellige designs 5 
Dokumentation 1,5 
System / Sequence Diagram 1,25 
Ekstra Sequence Diagram af nuværende kode. 3 
Domain modellering af nuværende kode. 1 
Ekstra Lav systemet tilgængeligt for Whitebox således 
de kan begynde at bruge det. 
5 
Disse opgaver (To Do) var fokus i sprint 2 og blev efter følgende skrevet ind i et Scrum Board for dette 
sprint. 
Scrum Board & Daglig Scrum møder 
 I sprint 2 var der en del dage hvor vi ikke mødtes, men kun talte over Skype. Men de dage hvor vi 
mødtes lavede vi et møde (dagligt Scrum møde) og diskuterede eventuelle problemer der var opstået, og 
hvilke opgaver vi manglede at få udført. I bilag E.2 er det muligt at se det vi har fået dokumenteret via 
vores Scrum Board i dette sprint, men herunder kan se resultatet af vores Scrum Board i slutningen af 
dette sprint. 
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I dette sprint havde vi fokus på den grafiske del af søgningsfunktionaliteten. Dette indebar at kunne 
lave grafik baseret på de data som blev indskrevet i programmet. Whitebox havde en grafik de anvendte 
til at vise deres kunder hvad resultatet af evalueringen har været. Denne grafik, som de lavede manuelt i 
MS PowerPoint, har været vores grundmodel. Det vi fik lavet var en funktionalitet hvor man kunne 
indskrive et id og trykke ok, hvorefter en grafik ville komme frem i et nyt vindue, der viste den ønskede 
evaluering grafisk. 
I dette sprint havde vi yderligere fokus på at skabe dokumentation, i form af sekvensdiagrammer og 
domæne-modeller, af vores nuværende kode. Dette skyldes, at Whitebox ønskede en it-løsning med 
mulighed for at videreudvikle programmet, og dokumentation af vores kode ville give fremtidige udviklere 
bedre mulighed for at gå videre med programmet.  
Sprint review møde 
Afslutningsvis havde vi et møde (lydfil – Se bilag F.4) med Whitebox, både Jørn og Per. Vi fik dem til at 
afprøve den tidligere funktionalitet som vi havde lavet yderligere fejlhåndtering i, samt den nye 
søgningsfunktionalitet. De havde nogle mindre rettelser af grafikken, men var imponerede over det vi 
havde fået lavet.  
Brug af Scrum roller i sprint 2  
I dette sprint oplevede vi ved sprint planlægningsmødet kun at have Per medsom produktejer, men 
at have både Jørn og Per som produktejere i sprint review. Det var meget tydeligt, at vi ikke havde haft 
Jørn med i sprint planlægningen, for der var flere små ændringer der ikke var blevet opdaget i indskrivning 
Pries-Heje & Olsen 
 
 
S i d e  46 | 471 
 
 
i processer for virksomheder, som først blev fundet i sprint review. Ud over denne oplevelse var det også 
i sprint 2 to vi indledende tog fat i en erfaren grafisk designer, for at få nye ideer til hvordan vi kunne 
forbedre Whitebox’s eksisterende modenhedsmodel uden at ændre så voldsomt at den ikke længere 
lignede Whitebox's modenhedsmodel. Der ud over brugte vi meget par-programmering i dette sprint og 
som forventet blev der brugt meget tid på at afprøve den visuelle brugergrænseflade.   
4.2.4 Sprint 3 
Forventet brug af Scrum roller  
I dette sprint regnede vi med hovedsagligt at skulle bruge begge produktejer til at sikre at både 
indtastning af virksomhed, processer og visualiseringen af disse resultater stemte overens med 
produktejernes ønsker. Vi forventede selv at skulle veksle i mellem at udvikle den nye funktionalitet og 
afprøve den visuelle del af programmet.  
Backlog Grooming 
I forlængelse af sprint review i sprint 2 (lydfil – Se bilag F.4) blev der tilføjet ny små brugshistorier eller 
forbedringer til eksisterende brugshistorier. Derefter prioriterede Jørn og Per i fællesskab 
brugshistorierne i produkt backloggen. 
Sprint planlægningsmøde 
I forlængelse af backlog grooming mødet holdt vi som vanligt vores sprint planlægnings måde med 
Jørn og Per hvor det blev bestemt at de brugshistorier der skal arbejdes med i dette sprint var: som er 
beskrevet herunder.  
Brugshistorie 1: Rettelser af nuværende system 
 
Brugshistorie 2: Det skal være muligt at se tidligere indtastede data (virksomhed & processer) 
 
Brugshistorie 3: Det skal være muligt for brugere at få fremvist data via Whitebox’s modenhedsmodel ud 
fra udvalgte parametre 
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Sprint backlog 
Efter sprint planlægningsmødet opdelte vi brugshistorierne ved at have en diskussion om hvad de 
enkelte historier ville indebære. Dette dokumenterede vi ved at lave en tabel som vi senere kunne 
anvende i forhold til et Scrum board for vores daglige møder. Resultatet kan ses herunder. 
Brugshistorie To Do Score 
Rettelser af nuværende  system 2 GUI skal tilpasses efter skærmstørrelse 0.6 
System skal kunne håndtere mellemrum ved data 
indtastning 
0.2 
Rækkefølgen for indtastning af data for processer skal 
ændres. 
0.2 
Ved indtastning af data for processer skal ’ingen 
indtastning’ være lig med 0.  
0.8 
Modellens visning af processer skal ændres 0.2 
Det skal være muligt at se tidligere 
indtastet data (virksomhed og 
processer) 3 
Kodning af datahåndtering 1.5 
Kodning af datafremvisning 1.5 
Det skal være muligt for brugere at 
få fremvist data via Whitebox  
Modenhedsmodel ud fra udvalgte 
parametre. 15 
 
 
Mock-up 0.5 
Kode grafik til fremvisning og udvælgelse af 
kategorier / Variabler 
3.5 
Kode udvælgelsen af virksomheder baseret på 
udvalgte kategorier og variabler 
3 
Kode datahåndteringen for sammenligning af 
virksomheders procesresultater 
5 
Kode sammenligning mellem den udvalgte 
virksomhed i forhold til slutresultatet fra 
sammenligningen af virksomheders procesresultater 
10 
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Scrum Board & Daglig Scrum møder 
Opgaverne fra vores sprint backlog, blev herefter implementeret i vores Scrum Board som vi 
opdaterede når vi holdt daglige Scrum møder. I bilag C har vi dokumenteret nogle af vores Scrum boards 
fra start til slut. Følgende tabel illustrerer vores Scrum board fra det sidste daglige møde i sprint 3. 
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Sprint review møde 
I afslutningen af sprint 3 holdt vi sprint review møde (lydfil – Se bilag F.5) med både Per og Jørn hvor 
vi kunne vise et produkt som på Pers skærm virkede efter hensigten, men pga. at Jørn kørte med en høj 
opløsning på en lille skærm var alting for småt på hans skærm; så det var en fejl. Den anden fejl vi fandt 
frem til var, at selvom vi havde brugt en hel dag på at teste vores kode for udvælgelse af virksomheder ud 
fra specifikke kategorier, så fik vi stadig det forkerte resultat under specielle omstændigheder. 
Brug af Scrum roller i sprint 3  
I sprint 3 stemte vores forventninger til roller for første gang overens med vores brug af roller, og der 
er derfor ikke noget nyt at tilføje. 
4.2.5 Sprint 4 
Forventet brug af Scrum roller  
I sprint 4 regnede vi med at rollen som produktejer ville blive klaret af Per og Jørn i fællesskab da det 
var det afsluttende sprint, og det derfor var vigtigt at begge var tilfredse med resultatet. I forhold til os 
selv, regnede vi med i dette sprint hovedsagligt at fokusere på at redigere vores eksisterende kode, og 
gennemføre test af programmet for at sikre det virkede efter hensigten. 
Backlog Grooming 
I forlængelse af Sprint review mødet (lydfil – Se bilag F.5) blev der mellem Jørn og Per aftalt, hvad det 
var for nogle opgaver de gerne ville have, at systemet kunne håndtere. De nævnte dog, at med undtagelse 
af rettelser af fejl i vores produkt opdaget i sprint 3, var alt det andet funktionalitet bare noget der ville 
være rart at have. 
Sprint planlægningsmøde 
Ud fra vores backlog grooming kom vi sammen med Jørn og Per frem til en række brugshistorier som 
ville forbedre systemet. Vi var dog godt klar over, inden vi gik i gang med sprint 4, at det muligvis ville blive 
nødvendigt at formindske mængden af brugshistorier vi kunne nå, da vi i alt havde brugt to uger mere på 
vores sprint end vi indledningsvist havde regnet med: Det kunne derfor være nødvendigt at fokusere på 
at beskrive vores resultater, i stedet for at forbedre produktet yderligere. I forhold til denne forventning 
var der nogle af brugshistorierne  som blev prioriteret, men som afsluttende fik en ”nice to have” 
markering, der fortalte at det var funktionalitet som ville være rart at have, men som ikke var nødvendigt 
for at kunne bruge programmet. De udvalgte brugshistorier er opstillet herunder. 
Brugshistorie 1: Rettelser af nuværende system 2 
 
Brugshistorie 2: Ændre / opdater tidligere indtastninger (virksomhed & processer) 6 
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Brugshistorie 3: Sammenlign med mere end et udvalgt id (Model) 8  (nice to have) 
 
Brugshistorie 4: Sammenlign parametre mod parametre 8 (nice to have) 
 
Brugshistorie 5: Streamline udsende og Whitebox logo skal tilføjes til siden. 2 
 
Brugshistorie 6: Opdel program i Indtastning og viewer 2 
Sprint backlog 
Efter sprint planlægningsmødet opdelte vi som vanligt vores brugshistorier i mindre bidder, men 
selvom vi tidligere havde givet estimater på hvor mange point hver opgave ville være, så oplevede vi 
denne gang at en af de fejl vi havde fundet i sprint tre var nærmest umulige at give point, fordi vi allerede 
havde brugt over en dag på at løse problemet i sprint 3, og vi havde stadig ikke havde fundet en løsning. 
Dette er grunden til at en af vores score indledende havde et spørgsmålstegn, og først efter at have løst 
opgaven, skrev vi i parentes scoren på, som det kan ses herunder. 
Brugshistorie To Do Score 
Små rettelser Kvartal fejl 1 
Fejl i udregning af antal 
(26<x<50) 
? (1.1)  
Farve lidt lyser for orange 0.1 
gruppefarve - Grå mere grå 0.1 
Kun gruppefarve på vis 
model 
0.2 
Tekst når virksomhed er 
oprette skal ændres 
0.1 
Rediger size i forhold til cm 
per pixel 
2 
Clear knap for indtastning af 
processer 
1 
Forkortelser for kategorier 0.5 
Ændre / opdater tidligere 
indtastninger (Virksomhed & 
Processer) 
Mock-up af funktionalitet 1 
Kodning af grafik 2 
Kodning af funktionalitet 3 
  
Sammenlign med mere end 
et udvalgt id (Model) 
Mock-up af funktionalitet 1 
Kodning af grafik 2 
Kodning af funktionalitet 3 
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Sammenlign parametre mod 
parametre 
Mock-up af funktionalitet 1 
Kodning af grafik 2 
Kodning af funktionalitet 3 
Streamline udsende og 
Whitebox logo skal tilføjes 
til siden 
Mock-up  1 
Kodning af grafik 2 
Opdel program i Indtastning 
og viewer 
Kodning 1 
 
Scrum Board & Daglig Scrum møder 
I sprint 4 var både brugen af Scrum Board og daglige Scrum møder meget vekslende, da vi i dette 
sprint var nødsaget til at formindske mængden af kræfter vi kunne bruge på at udvikle vores it-løsning. 
Der gik derfor ofte flere dage mellem vores daglige Scrum møder, hvorfor der kun er lavet meget få Scrum 
Boards i dette sprint. Herunder kan se det sidste Scrum Board vi lavede i sprint 4. 
Brugshistorie To Do Doing Done Done Done 
Små rettelser    Kvartal fejl 
   Fejl i udregning af 
antal (26<x<50) 
   Farve lidt lyser for 
orange 
   gruppefarve - Grå 
mere grå 
   Kun gruppefarve 
på vis model 
   Tekst når 
virksomhed er 
oprette skal 
ændres 
   Clear knap for 
indtastning af 
processer 
Rediger size i 
forhold til cm per 
pixel 
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   Forkortelser for 
kategorier 
Ændre / opdater 
tidligere indtastninger 
(Virksomhed & 
Processer) 
  Muck-up af 
funktionalitet 
 
  Kodning af 
grafik 
 
  Kodning af 
funktionalitet 
 
Sammenlign med mere 
end et udvalgt id 
(Model) 
Muck-up af 
funktionalitet 
   
Kodning af grafik    
Kodning af 
funktionalitet 
   
Sammenlign parametre 
mod parametre 
Muck-up af 
funktionalitet 
   
Kodning af grafik    
Kodning af 
funktionalitet 
   
Streamline udsende og 
Whitebox logo skal 
tilføjes til siden 
Muck-up     
  Kodning af 
grafik 
 
Opdel program i 
Indtastning og viewer 
   Kodning 
 
Ud fra Scrum Boardet ovenfor kan det ses, at til forskel for de tidligere sprint, er der i denne mange 
opgaver som der aldrig blev arbejdet med, og samtidig er der blevet udviklet funktionalitet som ikke var 
prioriteret nær så højt pga. mængden af tid der var til at udvikle.  
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Sprint review møde 
I afslutningen af sprint 4 holdt vi sprint reviewmøde (lydfil – Se bilag F.6) med Per og Jørn hvor vi viste 
det færdige produkt med de forbedringer og fejlrettelser vi havde lavet siden sidst. Der ud over Lagde vi 
også programmet i dropbox, så det var muligt at indskrive data på en computer, og derefter se samme 
data på en anden computer. Efter lidt ”sjov” fik vi det til at virke på en måde som både Jørn og Per var 
tilfredse med. 
Brug af Scrum roller i sprint 4  
I sprint 4 blev produktejerne brugt på samme måde som i sprint 1 og 3 dog med den forskel at vores 
sprint reviewmøde var meget længere, og vi endte ud med at få vores it-løsning op at køre på begge deres 
computere. I forhold til vores rolle i dette sprint, hoppede vi lidt i mellem nogle forskellige roller. Vi var 
som vanligt både udviklere og testere, men samtidig, var vi også nødt til at fokusere på vores akademiske 
arbejde omkring Scrum- projektet (det er jo en kandidatafhandling) hvilket betød, det kun var nået af 
tiden, sprint 4 vi var udvikler eller tester.  
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4.3 Erfaringer med Roller, Aktiviteter & Artefakter 
Vores erfaringer, erhvervet gennem vores projekt, og brugen af scrum i adskillige sprint, vil vi nu 
opsummere i dette afsnit. 
4.3.1 Roller 
I Scrum er der beskrevet 3 overordnede roller: Scrum Master, produktejer, og et scrum team af 
”Peers”.  
Scrum Master 
Rollen som Scrum Master har vi ikke implementeret ligesom teorien. Ifølge teorien har man en Scrum 
master for at have en form for ledelse eller ceremonimester i et Scrum projekt. Herunder illustrerer vi 
vores erfaringer i forhold til teorien.Error! Reference source not found. 
Produktejeren 
Rollen som projektejer er i dette case-studie ikke blevet implementeret ligesom teorien. Ifølge teorien 
har man en produktejer, for at have en repræsentativ person fra virksomheden, der har direkte kontakt 
med Scrum teamet, ofte til Scrum masteren. Produktejeren har ifølge teorien ansvar for forskellige dele 
af arbejdet i et Scrum team, som vi beskriver i Tabel 2.  
Teori Erfaringer 
Det er produktejerens rolle at være bindeleddet 
mellem Scrum teamet og virksomheden som 
skal bruge produktet der udvikles. 
I vores projekt har vi haft både Per og Jørn som 
produktejer. Vi har erfaret at produktejeren ikke har 
haft brug for at være bindeled mellem Scrum teamet og 
andre ansatte i virksomheden da Per og Jørn 
repræsentere største delen af produktets slutsbruger. 
Vi har også erfaret at arbejdet som produktejer virkede 
bedst når de begge samlet udførte rollen som 
produktejer. Vi erfaret i sprint 2 hvordan det var kun at 
havde en af dem som produktejer til Scrum 
planlægnings mødet da Jørn ikke kunne deltage i dette 
møde. 
Det er produktejerens ansvar at holde Scrum 
teamets backlog opdateret, hvilket inkludere at 
tilføje nye brugshistorier til Scrum teamets 
backlog og prioritere dem. 
I vores projekt er der ikke på noget tidspunkt blevet 
tilføjet nye brugshistorier til projektets backlog 
undervejs i et sprint. I stedet er nye ideer til 
brugshistorier blevet introduceret og diskuteret på 
sprint review- og sprintplanlægningsmøder. Denne 
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tendens førte til at produktejeren, efter sprint 1, ikke 
længere havde ansvar for at opdatere projektets 
backlog mellem sprint. 
Produktejeren er med til at udvælge hvilke 
brugshistorier Scrum teamet skal arbejde med i 
det enkelte sprint. 
Produktejerne diskuterede med hinanden hvorvidt 
eksisterende brugshistorier skulle fastholdes eller 
rettes, og konstrueret nye brugshistorier. Udvælgelsen 
af brugshistorier foregik ved at vi gav et overslag 
(estimat) af hvor mange point hver brugshistorie ville 
koste at lave. Derefter prioriteret de to produktejere i 
fællesskab hvilke brugshistorier der var vigtigst at få 
udviklet i det kommende sprint. 
Tabel 2 - Produktejer Erfaringer 
Scrum team (deltagere) 
Rollen som deltager i et Scrum team kan være meget forskellige baseret på hvad det er for et produkt 
Scrum teamet skal udvikle og til hvem. Vi vil derfor i beskrive hvad vores erfaringer har været med 
deltagerrollen i vores Scrum team i forhold til de roller vi har udført i Scrum projektet i Tabel 3 herunder. 
Scrum 
team roller 
Erfaringer 
Udvikler 
Igennem vores projekt har vi arbejde med flere forskellige udviklings roller i 
forhold til at skulle udvikle hjemmeside og  skulle udvikle JAVA kode med tilhørende 
Apache Derby database. I forhold til at skulle udvikle hjemmesiden var vores erfaring 
at vi havde de nødvendig kundskaber til selv at kunne udvikle hjemmesiden med dens 
tilhørende funktionalitet. Dette skyldes muligvis også at det funktionalitet vi skulle 
udvikle var meget simpelt, og at vi efter indledende sprint kun brugte vores 
hjemmeside, til at lave mock-ups af funktionalitet. Grunden til dette var at det to os få 
timer at lave funktionaliteten via hjemmesiden, men ville havde taget minimum en og 
måske flere dage at programmere i JAVA. Hvis vi havde brugt vores hjemmeside 
gennem hele projektet kunne det havde effektiviseret processen med at få vores 
hjemmesides MySQL databasen til at tale med Apache Derby databasen i vores stand 
alone program(JAVA) hvis vi havde adgang til en ekspert inden for dette område. 
I forhold til vores stand alone program som vi har programmeret i JAVA havde vi 
den nødvendige viden til at kunne kode vores it-løsning, men hvis vi havde haft 
adgang til en ekspert i at lave brugergrænseflader i JAVA vil vi ikke havde været nød til 
at bruge så meget tid på at udvikle vores egen brugergrænseflade fra bunden. 
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Grafisk 
Designer 
I sprint 2 begynde vi at skulle visualisere virksomhedens data i vores JAVA 
program, og i denne sammenhæng fik vi af virksomheden frie tøjler til selv at 
bestemme hvordan tingene skulle se ud. Da vi på dette tidspunkt, havde arbejdet 
med JAVA kode og brugergrænseflade gennem de to tidligere sprint var vores 
kreativitet begrænset, så vi bestemte os derfor til at kontakte en person vi begge har 
arbejdet med før, som er god til at designe grafisk layout. Ved at inddrage denne 
person fik vi en lang række ny ideer til det grafiske layout i vores JAVA kode som det 
ikke er sikkert vi vil være kommet frem til hvis vi ikke havde talt med en grafisk 
designer. 
Tester Intern 
Ud over at skulle skrive koden gennem hele projektet som udviklere, havde vi 
også en anden rolle, som testere af vores kode. Vi startede med at have meget lidt 
test af vores kode, og til at starte med var det meste af testen i forhold til om der var 
uhåndterede fejl i vores kode. I de sener sprint blev vi langt bedre til ikke bare at teste 
at vores kode håndterede fejl korrekt, men også sikrede at hvis der skete fejl i 
programmet, blev disse fejl håndteret på en acceptabel måde, og brugerne af 
systemet blev informeret om fejlen på en måde, så brugeren klar hvorfor programmet 
ikke har gjort hvad de regnede med. Vi har gennem projektet fået en masse erfaring 
med hvordan vi kan sikre at koden virker efter hensigten f.eks. ved at lave par 
programmering når vi skulle teste. Vi mener dog stadig at hvis vi havde haft adgang til 
en ekspert tester inden for agile teams ville det havde været meget nemmere at sikre 
at vi havde testet nok og på den rigtige måde gennem hele Scrum forløbet. 
Tester ekstern 
En af de erfaringer vi har gjort os gennem dette projekt er, at ekstern test af 
koden er en af de mest effektive måder at sikre at ens kode stemmer overens med 
brugerens ønsker. Ved at bruge produktejerne til at teste om koden virker efter 
hensigten får vi indsigt i hvordan de regner med at de forskellige funktioner virker. 
Derved fandt vi frem til både meget små fejl, som navnet på knapper eller farvevalg, 
til ny brugshistorier, som f.eks. at det skal være muligt at kunne måle to udvalgte 
virksomheders resultater op mod hinanden. Selvom det godt kan lyde sådan, er vores 
erfaringer ikke at det er vigtigt at bruge produktejerne til ekstern test, men at det er 
vigtigt at lave ekstern test med slutbrugere undervejs, hvilket i dette tilfælde også er 
produktejerne. 
Tabel 3 - Scrum Team 
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4.3.2 Aktiviteter 
I vores projekt har vi undersøgt hvordan aktiviteter, som normalt bruges igennem et Scrum projekt, 
er blevet brugt i vores case-studie. Vi vil beskrive vores erfaringer hermed.  
Aktiviteter Erfaringer 
Produkt 
backlog 
soignering 
Denne aktivitet bliver brugt indledende til at udvikle en backlog for Scrum 
projektet, og prioritere backloggens brugshistorier. Gennem hele vores Scrum 
projekt har vi brugt denne aktivitet, indledende til at udvikle vores Scrum backlog 
og derefter til revidere og prioritere vores backlog mellem sprint. I vores case-
studie har vi erfaret, at vi kan koble denne aktivitet sammen, med sprint review og 
sprint planlægning. Vi vil derfor efter denne tabel beskrive hvordan vi har brugt 
disse tre aktiviteter samlet. 
Sprint 
planlægning 
Denne aktivitet handler om at planlægge hvilke brugshistorier der kan blive taget 
med i den kommende sprint vi har igennem vores case-studie brugt denne aktivitet 
præcist efter hensigten, men vi har brugt teknikken Scrum Board til at beskrive og 
opdele de brugshistorier som skal være en del af den kommende sprint. Som 
beskrevet tidligere bruger vi også denne aktivitet sammen med sprint review og 
produkt backlog soignering. 
Daglig Scrum 
Denne aktivitet har vi i gennem Scrum projektet gjort brug af de fleste dage. Vores 
erfaring har dog været at selvom vi der var dage hvor vi ikke brugte daglige Scrum 
møder, var det ikke et problem, fordi vi kun var to personer i teamet, var det nemt 
at kontakte det andet team medlem når man havde brug for det i stedet for at 
holde daglige Scrum møder, når der blot skal arbejdes videre på allerede 
specificeret opgaver. Ideen med det daglige Scrum møde er at informere de andre 
medlemmer i teamet om hvad man har lavet siden sidst hvilke problemer man er 
støt ind i, og hvad man regner med at arbejde på i dag. Disse spørgsmål betyder at 
man har bedre indsigt i, hvad de forskellige medlemmer af Scrum teamet laver, 
men hvis man kun er to personer, er der kun grund til at holde disse møder hvis 
man er løbet ind i problemer eller man starter arbejde på en ny opgave. I et to-
mands team vil man i disse tilfælde kunne direkte kontakte det andet medlem af 
det Scrum teamet i stedet for at skulle gøre det på et møde. 
Sprint 
execution 
Denne aktivitet brugte vi sammen med vores Scrum Board, til at lave en prioritering 
af de under opgaver, der tilhørte de udvalgte brugshistorier, og ud fra dette bruge 
vores Scrum Board til at holde os opdateret med hvilke opgaver var færdige, og 
hvilke opgaver der stadig manglede at blive udviklet. 
Sprint review 
Denne aktivitet fortog vi sammen med produktejerne, som afslutning på hvert 
sprint, hvor vi indledende vil fremvise hvad det er vi har udviklet gennem den 
afsluttede sprint. Efter den indledende sprint viste vi også mack-ups af hvordan den 
visuelle brugergrænseflade kunne være sat op anderledes via HLM5 og AngularJS. 
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Derefter lod vi produktejerne prøve programmet selv, så de havde mulighed for at 
komme med forslag til forbedringer som kunne tilføjes til Scrum projektets backlog. 
Sprint 
retrospektiv 
Dette er den eneste aktivitet vi ikke rigtigt har gjort brug af i vores Scrum projekt. 
Grunden til dette er hovedsagligt at vi ikke kunne se hvad vi skulle bruge denne 
aktivitet til, da vi generelt undervejs i Scrum projekt arbejdet sammen, for at finde 
ud af hvad vi mente var gået godt i den afsluttet sprint, og hvad der kunne være 
gjort bedre. Vi er dog godt klar over, efter at havde reflekteret over vores arbejdes 
proces i Scrum projektet, at sprint retrospektiv med en ekstern faciliteter kunne vi 
muligvis havde opdaget gode eller dårlige ting vi ellers har overset. 
I tabellen oven for er beskrevet de erfaringer vi har haft med de forskellige aktiviteter men vi nævner 
også at vi har koblet sprint review, produkt backlog ’grooming’ og sprintplanlægning sammen. Grunden 
til dette er at, når vi var ud hos virksomheden for at review vores resultat for den afsluttet sprint backlog 
var der for det meste nye ideer der kom op til brugshistorier i Scrum teamets backlog. Det gave derfor 
mening at koble sprint review og Scrum produkt soignering sammen for så hurtigt som muligt at få tilføjet 
de nye ideer til Scrum teamets backlog og få dem prioriteret. Efter Scrum backloggen er blevet soigneret 
af produktejerne var det muligt for os, siden vi kun er to personer, hurtigt at komme med et overslag på 
hvor mange point de nye brugshistorier vil koste at udvikle. Dermed var det muligt for os på et møde at 
få afsluttet den tidligere sprint  og klarlagt hvad den næste sprint skulle indeholde. De skal dog nævnes at 
det kun udvælgelsen af brugshistorier som skulle være med i den kommende sprint der blev udvalgt på 
dette tidspunkt, selv opdelingen af brugshistorier til mindre dele som gjorder opgaverne nemmer at 
håndtere skete først sener efter interviewet, og nogle gange først næste morgen. 
4.3.3 Artefakter 
I Scrum er der tre artefakter som er tilknyttet Scrum, som er produkt backlog, sprint backlog og 
Burndown Chart. Herunder vil vi opsummere vores erfaringer med de forskellige artefakter, gennem vores 
Scrum projekt.  
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Produkt backlog 
Artefaktet produkt backlog bliver brugt gennem hele projektet til at holdestyr på hvad det er for noget 
funktionalitet som der skal udvikles fremadrettet. Vores erfaringer med at bruge produkt backlog er 
beskrevet i Tabel 4 herunder. 
Teori Erfaringer 
Produkt backloggen indeholder alle de 
brugshistorier virksomheden er kommet i tanke 
om som de er interesseret i at få udviklet. Disse 
brugshistorier er prioriteret af projektejeren for 
at sikre det er de mest relevante brugshistorier 
der bliver arbejdet med. 
I vores Scrum projekt har vi brugt produkt 
backloggen lidt forskelligt gennem Scrum projektet. I 
den indledende sprint erfaret vi at produktejerne var 
meget åben over for ideen med at tilføje alle 
brugshistorier til backloggen, men de havde lidt besvær 
med at prioritere backloggen. Vi brugte derfor en teknik 
med at få dem til indledende af delle de forskellige 
backlog brugshistorier op på forskellige stykker papir 
som er beskrevet i indledende sprint. I slutningen af den 
indledende sprint erfaret vi at hvis vi i forlængelse af 
sprint review mødet tilføjet nye brugshistorier og 
prioriteret backloggen, var denne proces langt nemmer. 
En anden forskel efter den første sprint var at vi havde 
erfaret hvor lang tid forskellige typer af opgaver havde 
taget og derfor, var det nemmere for os at sætte point 
på hvor lang tid den enkelte brugshistorie vil tag og 
udvikle. Vi erfaret at med det nye point system skete 
prioriteringen af brugshistorier langt nemmer og 
produktejerne brugte viden om hvor mange point vi 
kunne klare i en sprint til at prioritere mindre dele af 
produktet højre, da vi kunne klar nogle små opgaver 
sammen med de vigtige store opgaver. I takt med at 
vores point system blev mere og mere raffineret desto 
bedre blev produktejernes udvælgelse af brugshistorier 
til den kommende sprint. 
Tabel 4 - Erfaringer med Produkt backlog 
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Sprint backlog 
Artefaktet sprint backlog bliver brugt gennem hele projektet til at holdestyr på hvad det er for noget 
funktionalitet som der skal udvikles i det igangværende sprint. Vores erfaringer med at bruge sprint 
backlog er beskrevet i Tabel 5 herunder. 
Teori Erfaringer 
En sprint backlog bestå af de brugshistorier som 
er blevet udvalgt i den nuværende sprint. Disse 
brugshistorier bliver derefter delt op i mindre 
bider baseret på hvor mange timer opgaven 
tager eller en anden form for måling der 
beskriver hvor meget arbejde ligger i opgaven. 
I vores Scrum projekt har vi valgt at bruge sprint 
backlog indledende til at sætte point på, hvor svære de 
enkelte opgaver er, men derefter bruger vi disse 
brugshistorier og opdelingen af brugshistorier i Scrum 
Boards. En stor del af både sprint backlog og Scrum 
Board, er opdelingen af opgaver i mindre bider. Der er 
meningen når man bruger et Scrum board, at man først 
opdeler opgaverne i mindre bider og derefter laver man 
poker blanding4, for at finde ud af hvor mange point en 
opgave skal indeholde. Vi har erfaret af i en gruppe kun 
bestående af to personer, er denne del af teknikken 
unødvendig, da den ene altid vil have givet højest antal 
point og den anden altid vil have givet lavest, hvis der er 
uenighed. I stedet har vi i fællesskab diskuteret os frem 
til hvor mange point den enkelte opgave, er hver. Vores 
erfaringer med at bruge Scrum Boardet, efter de 
enkelte opgaver er blevet tildelt point, er at det har 
gjort det nemt at vide hvilke opgaver i den nuværende 
sprint er færdig, eller der bliver arbejdet med. Vi har 
også erfaret at ved at bruge et Scrum Board, kan vi 
nemt opdage hvis der er nogle opgaver, som der ikke er 
blevet arbejdet, eller der er opgaver som ikke bliver 
færdig. Dette overblik har hjulpet meget undervejs i 
projektet også i forhold til at give os indblik i om de 
point vi havde givet opaven stemmer over ens med 
hvor lang tid opgaven rent faktisk to. 
                                                          
 
4 Ideen er at hver enkelperson i Scrum teamet udvælger et kort som repræsentere antallet af point, so de regner 
med at opgaven vil koste og den person med de laveste kort og højeste kort forklarer hvorfor de har givet opgaven 
dette antal point, hvilket bliver ved indtil der er enighed om hvor mange point en opgave er hver. 
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Tabel 5 - Erfaringer med sprint backlog 
Burndown chart 
Artefaktet Burndown chart er normalt et artefakt der bliver brugt til på y-aksen at beskrive hvor 
mange opgaver der mangler at blive lavet i den nuværende sprint og på x-aksen beskrives hvor lang tid 
der er gået siden den nuværende sprint startede. Ved at bruge denne graf til at vise hvor mange opgaver 
er færdig, kan man statistisk finde ud af hvornår alle opgaverne vil være færdigt. Ofte bruges denne graf 
til at finde ud om det er realistisk at nå det arbejde man havde sat sig for i den nuværende sprint. Selvom 
vi godt kan se at dette artefakt kunne hjælpe med at vise hvordan arbejdet i vores Scrum team har forgået, 
og muligvis gøre det nemmer at se hvornår vi er støt på problemer i de enkelte sprints, har vi valgt ikke at 
bruge burndown charts i vores Scrum projekt. Grunden til dette er at selvom de er en simpel proces mente 
vi at det vil tage for meget tid i vores to-mands team at bruge og analysere burndown charts.     
4.4 Udvikling & Test 
I dette afsnit gennemgår vi hvad og hvordan vi har udviklet og testet vores software. Vi gennemgår 
det kronologisk fra det indledende sprint til det fjerde sprint.  
4.4.1 Indledende sprint 
I dette sprint udvikler vi konfigurationen af kategorier og tilhørende variable og indtastning af 
virksomhedsevalueringer. Først startet vi med at finde ud af hvordan vi kan konstruere en it-løsning der 
er tilpasset deres arbejdsgange. Vi skal tage højde for at; 
 Medarbejdere skal alle have adgang til samme data 
 Medarbejdere skal kunne lave sammenligning af data uden internet 
 Whitebox vil maksimalt indskrive en ny virksomhedsevaluering en gang om ugen, dog mener 
Whitebox at det muligvis kan blive oftere i fremtiden. 
Vi præsentere herunder to måder at takle en sådan situation på med fordele og ulemper. I de to 
følgende eksempler kommer vi ikke ind på hvilket format data lagres i, da det er en separat diskussion. 
Den ene (1) måde vi kan strukturere it-løsningen på er ved at have alle data lagret et centralt sted, 
som alle medarbejdere vil kunne få adgang til. Derudover vil der være et program til den lokale maskine 
hvor det er muligt at hente data til at kunne fremvise data for kunder. I denne situation forstod vi det 
således at Whitebox ville indskrive virksomhedsevalueringen imens de var ude ved deres kunde, og 
samtidig lave sammenligningerne med andre virksomhedsevalueringer. Dette gjorde at vi var nødt til at 
lave indskrivningen af data i det program som skal ligge på den lokale maskine. Ud fra dette var vi klar 
over at hvis flere lokale maskiner kunne redigere i kategorier og tilhørende variable ville data ikke kunne 
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sammenlignes med andre. Dette gjorde at konfiguration funktionaliteten skulle udvikles i den centrale del 
af it-løsningen. Dette introducere et problem med at skulle håndtere den nuværende data i forhold til 
eventuelle ændringer der laves med kategorier og tilhørende variable. 
Den anden (2) måde er ved at have et program der indeholder alt funktionalitet og data, som deles 
via en delingsservice såsom OneDrive. I en service som OneDrive har man filerne liggende på sin lokale 
maskine, men de ligger samtidig på nettet så andre kan få de nyeste opdateringer. Dette introducere 
nogle problemer med overskrivelse af eksisterende og nye data. Hvis flere medarbejdere laver ændringer 
i data uden at være på nettet, så vil disse ændringer modstride hinanden næste gang de tilsluttes nettet. 
OneDrive håndtere denne situation ved at overskrive data med det som der kommer fra den sidste person 
der gik på nettet. Derimod hvis der er en person som bruger applikationen og skriver i data på samme tid 
som en anden person kommer på nettet med ændringer, så vil der forekomme en konflikt kopi, hvilket er 
en kopi af ændringerne fra den person der kommer fra nettet. 
 Ud fra disse overvejelser valgte vi at arbejde med løsning 1, der tager udgangspunkt i at have central 
data lagring og et program på en lokal maskine hvor det er muligt at sammenligne og indskrive data. 
Grunden til vi valgte denne løsning var fordi det at Whitebox skal have mulighed for at indskrive data når 
de er hos deres kunder, hvor det ikke altid er muligt at få internetadgang. Dette betyder at vi ikke kan lave 
det via et tredje parts program såsom OneDrive, da der vil være mulighed for at overskrive data. Fremover 
kalder vi det lokale program for stand alone program. 
Data 
Efter vi havde taget denne beslutning om hvordan data mellem medarbejderne skal fungere, gik vi i 
gang med at se på hvilken data form vi havde at vælge imellem. Igennem vores studie har vi arbejdet med 
SQL, XML og JSON objekter. Vi gennemgik derfor disse formater således vi kunne tage et informeret valg 
af hvordan data skal lagres. Herunder gennemgår vi de tre formater, hvorefter vi kommer med kode 
eksempler på hvordan de er anerledes. 
Oracle, DB2, Derby og MySQL er applikationer af SQL databaser (DBMS). En SQL database er bygget 
til relationel datahåndtering og lagring. SQL anvendes til at lave kollektioner af relateret data f.eks. 
tabeller og views. Disse kollektioner har en datastruktur der definere hvordan data er relateret til 
hinanden. F.eks. kunne man lave en tabel indeholdende transportmidler, såsom bil, lastbil, motorcykel og 
en anden tabel hvor man indskriver modeller såsom Obel Astra, hvor der i den anden tabel refereres et id 
til den første tabel således man ved det er en bil. Dette data kan så trækkes ud direkte eller igennem et 
sammentræk af data, såsom et view. Derudover er der et administrationsværktøj i DBMS der gør at man 
har et brugerlogin for at lave restriktioner for hvem og hvad for noget data man har adgang til. 
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XML er tekst der har en hierarkis struktur kan anses for at være et træ-struktur. Grunden til man 
referere XML som en træ-struktur skyldes at man kendetegner starten af et XML dokument ved at den 
har en rod. Alle andre elementer kan være inde i denne rod, hvilket også gælder tekst (data) og attributter 
(noget der siger noget om data). Data behandles altså som et navn/værdi par, hvor det også er muligt at 
tilføje informationer til elementet kaldet attributter. XML har en standard som er defineret af W3C, men 
der er ikke en specifik terminologi der skal anvendes ligesom SQL. 
JavaScript Object Notation (JSON) er et tekst format der kan bruges på enhver maskine. JSON bygges 
som en kollektion af navn/værdi par. JSON er et objekt hvor informationer tilgås ved at referere man navn, 
hvor der returneres den givne værdi for det navn.  
I den følgende tabel eksemplificere vi hvordan de tre formater adskiller sig fra hinanden ved at tage 
et gennemgående eksempel. Eksemplet er; vi skal kunne beskrive nogle forskellige transportmidler med 
henholdsvis fire og ti hjul. Vi ved at biler har fire hjul og lastbiler har 10 hjul, hvori vi skal beskrive to 
modeller, den ene er en Opel Astra og den anden en DAF. 
XML 1 <?xml version="1.0" encoding="UTF-8"?> 
2 <transportmidler> 
3   <bil hjul="4"> 
4       <model>Opel Astra</model> 
5   </bil> 
6   <lastbil hjul="10"> 
7       <model>DAF</model> 
8   </lastbil> 
9 </transportmidler> 
I XML relatere man data i en specifik struktur. Dvs. at jeg går igennem transportmidler for at finde en bil 
og jeg ved nu at en bil har fire hjul. Derfra vil jeg finde ud af hvilke modeller der er, hvor jeg finder en Opel 
Astra. Dette vil fungere fint når man arbejder med mindre mængder af data fordi man skal gå igennem 
strukturen af XML dokumentet for at få den data man vil have. En sådan struktur er fint når man laver 
konfigurationsfiler, men med større mængder af data har man brug for at kunne hente det mere direkte. 
I SQL er idéen at man relatere data med hinanden således man kan får præcis den data man søger efter i 
en forespørgsel.  
SQL 01 CREATE DATABASE dbname; 
02 USE dbname; 
03 CREATE TABLE transportmidelType( 
04 idType integer, 
05 navn varchar, 
06 hjul integer, 
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07 PRIMARY KEY (idType) 
08 ); 
09 CREATE TABLE modeller( 
10 id integer, 
11 model varchar, 
12 idType integer, 
13 PRIMARY KEY (id) 
14 FOREIGN KEY (idType) REFERENCES transportmidelType(idType) 
15 ); 
16 INSERT INTO transportmidelType VALUES (1, "bil", 4); 
17 INSERT INTO transportmidelType VALUES (2, "lastbil", 10); 
18 INSERT INTO transportmidel VALUES (1, "Opel Astra"); 
19 INSERT INTO transportmidel VALUES (2, "DAF"); 
Fra linje 1 til 15 laves en database og to tabeller. Tabellerne har hver deres datastruktur, hvor den ene 
tabel indeholder data om transportmiddelstyper (bil og lastbil) og den anden indeholder modeller. Dette 
gør det muligt at finde ud af hvad for nogle modeller vi har i databasen uden først at finde ud af at hvad 
der er biler og lastbiler. Hvis vi vil finde ud af dette så kan vi tage idType fra modeller tabeller og 
sammenligne det med idType fra transportmidelsType tabellen. Man har altså mulighed for at have sin 
data adskilt og derved lave de relationer til andre data alt efter behov.  
JSON 1 {"transportmidel":[ 
2     {"type":"bil", "model":"Opel Astra", "hjul":"4"}, 
3     {"type":"lastbil", "model":"DAF", "hjul":"10"} 
4 ]} 
I JSON eksemplet har vi nogle navn/værdi par, hvor værdien er en array indeholdende en Opel Astra som 
er en bil der har fire hjul og en DAF som er en lastbil der har 10 hjul. Dette fungere således at man f.eks. 
først referere objektet transportmiddel i linje 2. Dernæst kan man referere model, hvilket vil give Opel 
Astra og DAF som værdi hvis man gennemløber hele objektet. 
Da vi har mest erfaring med databaser vælger vi at anvende dette til at strukturer og lagre vores data. 
Den anden grund til vi vælger en database er fordi Whitebox i fremtiden får mere og mere data og i den 
forbindelse har de behov for at kunne håndtere data effektivt. I denne sammenhæng er det relevant at 
gennemgå hvordan vores data skal struktureres, hvilket vi illustrere i det nedenstående E/R diagram. 
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Vi ved at en virksomhedsevaluering har en identifikation, et navn og består af samtidig af flere 
kategorier tilknyttet nogle variable, hvor en kategori har et navn og indeholder en til flere variabler. 
Modelleringen ovenfor er et E/R diagram, hvor vi har modelleret den data som vi lige har beskrevet. Det 
er beskrevet på engelsk for at relatere det til vores kode. 
For at kunne lave disse forhold mellem data skal vi lave det om til et format som en relations-database 
kan forstå. F.eks. er vi nødt til at skabe en tabel (datastruktur) mellem businesses og cateogries, da vi ikke 
kan håndtere en mange til mange situation i en relations-database. Måden vi håndtere dette på er ved at 
lave en ekstra tabel der skaber et forhold hvor vi kan udtrykke at en virksomhed består af nogle kategorier 
og dertilhørende variabler. 
 
Som det er defineret ovenfor har en kategori (categories) et id (idCat), som er unik for hver kategori, 
og et navn (name). Hver variable (variables) har et id (idVar), et navn (name) og er tilknyttet en specifik 
kategori (idCat). Derudover har vi virksomhedsevalueringer (businesses) der hver har et id (idBus) som er 
unikt og et navn (name). For at kunne udtrykke en relation mellem virksomhedsevalueringer og en 
variable for hver kategori, har vi lavet en tabel (businessdataset) der tager hvert af disse unikke id’s. Med 
denne tabel kan vi nu eksekvere følgende kode for at udtrykke at virksomheden BEC har over 150 
medarbejdere og ligger på Sjælland. 
1 INSERT INTO categories  
2 VALUES (1, "Medarbejdere"), (2, "Lokation"); 
3 INSERT INTO variables  
4 VALUES (1, 1, "Fyn"), (1, 2, "Jylland"), (1, 3, "Sjælland"),  
5      (2, 1, "antal<75"), (2, 2, "antal<149"), (2, 3, "antal>150"); 
6 INSERT INTO businesses VALUES (1, "BEC"); 
7 INSERT INTO businessdataset VALUES (1, 3, 1), (2, 3, 1); 
For at skulle indskrive mindre i databasen og kunne relatere en kategoris variable til en specifik 
virksomhedsevaluering kunne man også gøre følgende. 
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Den ovenstående datastruktur gør det muligt at relatere en variable til en specifik virksomhedsevaluering, 
og da man har en unik variable for hver variable holder denne relation. En variable (idVar) er stadig 
tilknyttet en kateogri (idCat) i tabellen variables og det er ikke muligt at have den samme kategori ud fra 
den samme variable da idVar er unik. Dette giver mindre data at lagre og overholder alle regler for vores 
data. Dette er illustret i SQL koden herunder. 
1 INSERT INTO categories  
2 VALUES (1, "Medarbejdere"), (2, "Lokation"); 
3 INSERT INTO variables  
4 VALUES (1, 1, "Fyn"), (1, 2, "Jylland"), (1, 3, "Sjælland"),  
5      (2, 4, "antal<75"), (2, 5, "antal<149"), (2, 6, "antal>150"); 
6 INSERT INTO businesses VALUES (1, "BEC"); 
7 INSERT INTO businessdataset VALUES (1, 3), (2, 6); 
I SQL koden er idVar ændret på linje 4 og 5, hvor vi så i linje 7 kun behøver at indskrive idBus og idVar i 
stedet for, som koden tidligere, skrive idCat, idVar og idBus. En måde at sørge for man ikke kommer til at 
indsætte en duplikeret værdi i variable er ved at lade databasen automatisk indsætte værdien. Dette kan 
gøres ved at ændre datastrukturen således at idVar i tabellen variables sætte til AUTO_INCREMENT. 
Denne funktion i en database vil indsætte et tal startene fra 1 og plus 1 for hver gang der indsættes en ny 
række i tabellen.  
Brugshistorie 1: Konfigurationer af kategorier og tilhørende variable  
Denne brugshistorie fokusere på at Whitebox skal kunne oprette og redigere deres egne kategorier 
og tilhørende variable, hvilket bruges til at kategorisere virksomhedsevalueringer. Som det første 
gennemgår vi kravene og rammerne for denne brugshistorie, hvorefter vi fokusere på at finde den bedste 
løsning til at udvikle funktionaliteten.  
Indhold: Kravene for denne brugerhistorie er at de skal have mulighed for at kunne oprette og 
redigere kategorier og deres tilhørende variable, hvor hver kategori maksimalt må indeholde seks 
variable.  
Dynamik / Automatisering: Dette fokus er baseret på at man som udvikler gerne vil skrive overskuelig 
kode, f.eks. ved at generere noget af kode, men samtidig forstå hvad der ligger bag genereringen af koden. 
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Dvs. at hvis vi bruger noget funktionalitet i et framework der gør programmeringen nemmere og koden 
mere overskuelig, så er det stadig relevant at kunne forstå hvad funktionaliteten fra det framework gør. 
Interaktivitet: Det at kunne skabe en brugergrænseflade hvor der er fornuftig feedback og flow i 
funktionaliteten giver en bedre brugeroplevelse. Et eksempel kunne være at man tilføjer variable en ad 
gangen, så man startet med 1 og kunne ende med 6.  
Datahåndtering: Data kan håndteres på mange forskellige måder. I vores situation ved vi at data skal 
lagres i en database, hvilket gør at vi vil finde ud af hvilke af løsningerne der kan gøre dette. 
Disse fire aspekter er relevante i forhold til at vælge hvilken løsning vi skal bruge til at udvikle denne 
brugshistorie. Da vi har en central database der skal være online tager vi udgangspunkt i en webbaseret 
løsning. Ud fra dette har vi nogle muligheder, som vi herunder vil gennemgå for at finde ud af hvilken 
løsning vi vil bruge. I denne sammenhæng er det relevant at gennemgå hvordan en klient og webserver 
arbejder sammen. Herunder er en model der viser forholdet.  
 
Stregerne på billedet viser kommunikationen som foregår via HTTP (HyperText Transfor Protocol) 
imellem klienter og webserveren. Klienten laver en http forespørgsel f.eks. www.whitebox.dk. Denne 
forespørgsel bliver behandlet af en DNS server (ude i internettet) som finder den tilsvarende IP adresse. 
Derfra bliver der lavet en forbindelse til serveren der behandler forespørgslen. Behandlingen kunne 
være at køre flere forskellige script- eller programmeringssprog (f.eks. PHP) og eventuelt tilgå en 
database. Dette resultere i at et genereret HTML dokument, eventuelt med CSS og JavaScript filer, sende 
tilbage til klienten. Klienten i dette tilfælde kunne være en webbrowser. 
Ud over at have en brugergrænseflade sendt til klienten er det også muligt at sende data frem og 
tilbage igennem HTTP. Til dette har vi f.eks. POST som gør det muligt at sende data til serveren, f.eks. fra 
nogle input felter i en HTML form. Dette vil være relevant for os når der skal oprettes kategorier og 
tilhørende variable som skal gemmes i en database. 
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HTML er et statisk mark-up sprog der gør det muligt at lave en struktur. I brugshistorien skal vi kunne 
sende informationer fra klienten til serveren og gemme det i en database. Dette vil være udgangspunktet 
for vores eksempler, hvor vi dermed vil illustrere hvad de enkelte sprog kan gøre for os. 
10 <form method="post" action="placeholder.php">  
11  <table class="table1"> 
12      <tr> 
13          <th>Kategori ID</th> 
14          <th>Kategori</th> 
15          <th>Variable 1</th> 
16          <th>Variable 2</th> 
17          <th>Variable 3</th> 
18          <th>Variable 4</th> 
19          <th>Variable 5</th> 
20          <th>Variable 6</th> 
21      </tr> 
22      <tr> 
23          <td><input type="text" name="KategoriID"></td> 
24          <td><input type="text" name="Kategori"></td> 
25          <td><input type="text" name="variable1"></td> 
26          <td><input type="text" name="variable2"></td> 
27          <td><input type="text" name="variable3"></td> 
28          <td><input type="text" name="variable4"></td> 
29          <td><input type="text" name="variable5"></td> 
30          <td><input type="text" name="variable6"></td> 
31      </tr> 
32  </table> 
33  <input type="submit" value="opret"> 
34 </form> 
I koden ovenfor viser vi hvordan man i HTML skaber en form hvori det er muligt at indskrive en kategori 
(linje 23-24) og seks tilhørende variable (linje 25-30). På linje 10 er det angivet at data skal sendes til et 
script (placeholder.php) på serveren via HTTP POST, hvor scriptet skal håndtere kommunikationen med 
databasen. Det er altså ikke muligt at gemme data i en database ved brug af HTML, derimod er det muligt 
at sende data til serveren. 
Et server-side script er, som navnet angiver, et script der eksekveres på serveren og kan udføre noget 
og afslutte med at producere et HTML dokument der sendes til klienten. Det vi har arbejdet en del med 
er PHP. PHP, som andre server-side scripts, gør det muligt at generere data, skabe funktionalitet, struktur 
eller tekst ved at opbygge noget logik. Dette illustrere vi i det følgende eksempel hvor vi forsøger at 
generere den samme funktionalitet som det tidligere eksempel. 
26 <form method="post" action="">  
27  <table class="table1"> <tr> 
28      <?php  
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29      $x = 1; 
30      while($x <= 6) { 
31          if($x == 1){ 
32              echo "<th>Kategori ID</th>"; 
33              echo "<th>Kategori</th>"; 
34              } 
35          echo "<th>Variable " . $x . "</th>"; 
36          $x++; 
37      } 
38      echo "</tr><tr>"; 
39      $x = 1; 
40      while($x <= 6) { 
41          if($x == 1){ 
42              echo '<td><input type="text" name="KategoriID"></td>'; 
43              echo '<td><input type="text" name="Kategori"></td>'; 
44          } 
45          echo '<td><input type="text" name="variable' . $x . '"></td>'; 
46          $x++; 
47      }?>  
48      </tr> </table>  
49  <input type="submit" name="submit" value="opret"> 
50 </form> 
Det som er interessant ved at generere HTML dokumentet på denne måde er at man kan lave en stor 
tabel blot ved at øge antallet af gange som while-løkken (linje 30 og 40) skal gentage sig selv. Grunden til 
at PHP er brugbart for os er fordi det kan skabe forbindelse med en database, såsom MySQL. Hvis ”submit” 
knappen (linje 49) aktiveres vil værdierne for input elementerne (linje 42, 43 og 45) i hele formen blive 
sendt til det script der sendte HTML dokumentet. Hvis dette PHP script har noget funktionalitet der fanger 
denne data og skaber en forbindelse til databasen, så vil det være muligt at lagre den sendte data. Et 
eksempel på dette er følgende kode.  
01 <?php  
02  if(isset($_POST['submit'])){ 
03  $db_Con = new mysqli("localhost", "test","1234", "whitebox"); 
04  
05  $idCat = $_POST['KategoriId']; 
06  $nameCat = $_POST['Kategori']; 
07  $var1 = $_POST['variable1']; 
08  
09  $queryCat = "INSERT INTO categories (idCat, nameCat)  
10              VALUES ('" . $idCat . "','" . $nameCat . "')";  
11  $queryVar = "INSERT INTO variables (idCat, nameVar)  
12              VALUES ('" . $idCat . "','" . $var1 . "')";  
13  $result = $db_Con->query($queryCat); 
14  $result = $db_Con->query($queryVar); 
15 } 
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16 ?> 
Denne kode ligger i starten af samme PHP script som genereret HTML formen med de nødvendige 
inputfelter. Koden ovenfor tjekker om HTTP POST forespørgslen har sat en variable ved navn ”submit”. 
Hvis dette er tilfældet ved vi at der er blevet trykket på knappen submit og vi antager at alle de nødvendige 
data er sendt med. Dernæst laves der er en forbindelse til en MySQL database på linje 3. Der trækkes de 
relevante data ud fra HTTP POST forespørgslen på linje 5 til 7. Derefter laves der to SQL statement der gør 
at data vil blive sendt i de korrekte tabeller (linje 9 til 12). I disse to statements bliver der ikke angivet et 
id for variable da der automatisk generes et unikt id i databasen. Afsluttende på linje 13 og 14 eksekveres 
en forespørgsel til databasen med de to SQL statements ved brug af MySQLi objektet. Dette gør at data 
som er kommet fra en klient nu er indskrevet i en database. 
JavaScript er en anden mulighed når der skal laves funktionalitet i en webbrowser. Med JavaScript kan 
man på samme måde generere HTML, men det vil foregå i selve webbrowseren. Dette viser vi med 
følgende kode. 
11 <table id="demo" class="table1"> 
12 <script> 
13 function createTable(){  
14  var current = 1; 
15  var max = 6; 
16  var text = "";  
17  while(current <= max) { 
18      if(current == 1){ 
19          text+= "<th>Kategori ID</th>"; 
20          text+= "<th>Kategori</th>"; 
21      } 
22      text+= "<th>Variable " + x + "</th>"; 
23      current++; 
24  } 
25  current = 1; 
26  text+="<tr>"; 
27  while(current <= max) { 
28      if(current == 1){ 
29          text+= '<td><input type="text" id="KategoriID"></td>'; 
30          text+= '<td><input type="text" id="Kategori"></td>'; 
31      } 
32      text+= '<td><input type="text" id="variable' + y +'"></td>'; 
33      current++; 
34  } 
35  document.getElementById("demo").innerHTML = text; 
36 } 
37 </script>  
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JavaScript køres sammen med HTML koden på næsten samme måde som PHP. Den store forskel er at PHP 
kode kun kan køres på serveren, hvor JavaScript køres i webbrowseren, altså hos klienten. Dvs. at med 
JavaScript skal der ikke laves en ny forespørgsel til serveren hver gang der skal foregå en ændring. 
Forskellen er at når JavaScript eksekveres hos klienten kan der skabes en glidende interaktion i 
webbrowserens indhold.  
Med JavaScript kan man i baggrunden lave en forespørgsel til en server. Dvs. at man kan f.eks. indtaste 
data i felterne, som blev generet i koden ovenfor, og JavaScript kan så håndtere forespørgslen uden at 
hele HTML siden med data sendes til serveren. Dette viser vi i følgende eksempel. 
38 <div> 
39  <h1 id="myDiv"></h1> 
40 </div> 
41 <script> 
42 function post(){ 
43  var xmlhttp; 
44  if (window.XMLHttpRequest){ 
45      // code for IE7+, Firefox, Chrome, Opera, Safari 
46      xmlhttp=new XMLHttpRequest(); 
47  } 
48  else{ 
49      // code for IE6, IE5 
50      xmlhttp=new ActiveXObject("Microsoft.XMLHTTP"); 
51  } 
52  xmlhttp.onreadystatechange=function(){ 
53      if (xmlhttp.readyState==4 && xmlhttp.status==200){ 
54          document.getElementById("myDiv").innerHTML="post succesfully 
sent"; 
55      } 
56  } 
57  xmlhttp.open("POST","JavaScript.html",true); 
58  xmlhttp.send(); 
59 } 
60 </script>  
61 <button type="button" onclick="post()">posted data</button>  
62 </tr> 
63 </table> 
Koden ovenfor viser hvordan JavaScript håndtere forespørgslen til serveren. Når der trykkes på knappen 
’posted data’ vist i linje 61, så vil den eksekvere funktionen kaldet post() vist i linje 42. Det første der 
skabes er et objekt hvori vi har vores AJAX funktionalitet. Da ældre browsere ikke skaber et 
XMLHttpRequest objekt, men i stedet skaber et ActiveX objekt er vi nødt til at spørge browseren hvad den 
har, som er vist i linjerne 44 til 51. Når vi har fået browseren AJAX funktionalitet skaber vi en funktion i 
objektet der kaldes hver gang at ”readyState” attributten i objektet ændres. I denne funktion fortæller vi 
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objektet at når ”readyState” er fire og forespørgslens status er 200, så skal der skrives i elementet med id 
”myDiv” – post successfully sent. Denne funktion er vist i linjerne 52 til 55. Når denne funktion er sat ind 
i forespørgslen så udføres selve forespørgslen som vi på linjerne 57 og 58. På denne måde har vi mulighed 
for at sende data til databasen via JavaScript. 
Ud fra vores forståelse af hvad de enkelte sprog kan gøre for os har vi valgt at anvende alle tre til at 
skabe funktionaliteten. HTML er fundamentet for at lave en hjemmeside. Dertil anvender vi JavaScript til 
at generere HTML, håndtere data til og fra serveren og validere at data der sendes er validt. PHP anvender 
vi til at håndtere data der er blevet sendt til serveren ved at validere indholdet, altså tjekke der ikke er 
SQL injektioner osv. samt sørge for at data der er blevet sendt bliver sendt videre til databasen. Den måde 
vi har anvendt JavaScript er via et framework kaldet AngularJS. Grunden til vi har valgt at anvende dette 
framework illustrer vi herunder. 
11 <div ng-app="myApp" ng-controller="customersCtrl"> 
12  <div ng-repeat="x in first | limitTo:counter"> 
13      <div>{{x.th}}<input ng-model="x.td"></div> 
14  </div> 
15 <button type="button" ng-click="add()">add</button>    
16 <button type="button" ng-click="remove()">remove</button>    
17 <button type="button" ng-click="postData()">posted data</button> 
18 <script> 
19 var app = angular.module('myApp', []); 
20 app.controller('customersCtrl', function($scope, $http) { 
21  var send; 
22  $scope.counter = 3; 
23  var tablehead = {"table":[{"th" : "id","td" : ""},{"th" : "Kategori", 
"td" : ""}, {"th" : "Variable 1", "td" : ""},{"th" : "Variable 2", "td" : 
""}, {"th" : "Variable 3", "td" : ""}, {"th" : "Variable 4", "td" : ""}, 
{"th" : "Variable 5", "td" : ""}, {"th" : "Variable 6", "td" : ""}]}    
24  $scope.first = tablehead.table; 
25  $scope.add = function(){ 
26      if($scope.counter<9) 
27          $scope.counter++; 
28  } 
29  $scope.remove = function(){ 
30      if($scope.counter>3) 
31          $scope.counter--; 
32  } 
33  $scope.postData = function(){ 
34      $http.post("UploadData.php", $scope.first).success(function(data) 
{}); 
35  } 
36 }); 
37 </script> 
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38 </div> 
Koden illustrerer hvordan AngularJS og HTML arbejder sammen. Når der skal navigeres i AngularJS 
applikationen (linje 19) anvendes $scope. I linje 23 og 24 indsættes de værdier der skal bruges for at 
generere inputfelterne med en forklarende tekst, såsom variable 1: [ inputfelt ]. For at fremvise disse 
inputfelter anvendes ”ng-repeat= x in first ” i linje 12, hvor indholdet i det tag hvor ng-repeat er skrevet 
gentages ud fra hvor mange objekter der er sat ind i $scope.first (linje 24). For at lave den beskrivende 
tekst tages ”{{x.th}}” værdien ud, hvor inputfeltets datastruktur sættes med ”ng-model=x.td”. ng-model 
gør det muligt at binde AngularJS applikationens data med data fra f.eks. et inputfelt. Så hvis der indskrives 
noget i et af felterne kan det tilgås via $scope.first.td. Når dette data er indsamlet skal det sendes til et 
PHP script der sender det til en database, hvilket er illustreret i linje 34. 
I koden illustrerer vi hvordan HTML generes, men grunden til dette er smart er fordi det samtidig giver 
os mulighed for at skabe interaktivitet relativt simpelt. Dette gør vi igennem de to knapper kaldet ”add” 
og ”remove” (linje 15 og 16). Disse knapper er tilknyttet en funktion i $scope der tager $scope.counter og 
enten plusser eller minusser den med 1. Dette er interessant fordi der i linje 12 er tilføjet limitTo 
funktionen der anvender $scope.counter til at begrænse hvor mange gange ng-repeat skal køre igennem 
data fra $scope.first. Grunden til dette er muligt skyldes at disse funktioner går direkte ind og påvirker 
HTML dokumentet (DOM). For at sammenligne med JavaScript, så vil JavaScript gå direkte ind og erstatte 
elementet ved f.eks. innerHTML, som vi anvendte i vores JavaScript eksempel. AngularJS går i stedet ind 
og ændre på de eksisterende elementers egenskaber. De følgende afsnit beskriver hvordan vi har udviklet 
webapplikationen for vores it-løsning. 
Pries-Heje & Olsen 
 
 
S i d e  74 | 471 
 
 
 
På billedet herover ser hjemmesiden simpel ud, da der ikke har været ressourcer til at udvikle på det 
visuelle. Øverst i billedet er vist to felter, henholdsvis Kategori og Variable1, samt en knap ”Add a 
variable!”. Knappen ”Add a variable!”, gør det muligt at tilføje op til seks variabler til højre for Variable 1. 
Denne funktionalitet bliver skabt ved at bruge denne linje kode i HTML  
23 <th ng-repeat="y in variabler | limitTo : count">{{ y.Variable }}</th> 
(Se bilag G.1) 
Denne ene linje kode fortæller DOM’en at alle informationer gemt i $scope.variabler skal gemmes 
som y, som er det der bliver gentaget i ng-repear. Derefter sætter et max (limitTo) på hvor mange 
gentagelser der må laves af ng-repeat. Antallet af gentagelser er baseret på count, hvilket bliver 1 større 
hver gang man trykker på ”Add a variable!” op til et maksimum på 6. Ved at skrive {{y.Variable}} fortæller 
man i programmet at man gerne vil have det der er gemt i y med navnet Variable printet ud, hvilket svare 
til $scope.variabler.Variable i AnglurJS applikationen (se Bilag G). Det er den samme AngularJS funktion 
der skaber tekstfeltet hvor man kan indskrive variablens navn. Grunden til at det ene tekst felt har en rød 
kasse rundt om sig, er for at give feedback om at feltet ikke må være tomt. 
Pries-Heje & Olsen 
 
 
S i d e  75 | 471 
 
 
Efter at have skrevet navnet på kategorien og et selvvalgt antal variabler mellem 1 og 6, kan man ved 
at trykke på knappen ”Opret Kategori” gemme navnet på kategorien og variablerne. Knappen starter en 
validering af felternes indhold, som fokusere på at tjekke om nogle af felterne af tomme. 
135     if(variable1 == undefined) 
136     variable1 = NULL; 
137     if(variable2 == undefined) 
138     variable2 = NULL; 
139     if(variable3 == undefined) 
140     variable3 = NULL; 
141     if(variable4 == undefined) 
142     variable4 = NULL; 
143     if(variable5 == undefined) 
144     variable5 = NULL; 
145     if(variable6 == undefined) 
146     variable6 = NULL; 
147     if(kategori!=NULL){ 
148         var opretKategori ={ 
149             'kategori' : kategori, 
150             'variable1' : variable1, 
151             'variable2' : variable2, 
152             'variable3' : variable3, 
153             'variable4' : variable4, 
154             'variable5' : variable5, 
155             'variable6' : variable6 
156         } 
157     } 
158     $http.post("UploadtKategoriData.php", 
JSON.stringify(opretKategori)).success(function(data) {   }); 
(Se bilag G.2) 
Hvis nogen af felterne er tomme skal værdien sættes til null, da PHP ikke kan håndtere en 'undefined’ 
værdi når det er sendt. For at sende data bruger vi AngularJS $http.post der laver et AJAX post kald til 
UploadtKategoriData.php (linje 158).  
PHP scriptet tilføjer den nye kategori med de nye variabler til databasen. Efter siden er opdateret så 
er kategorien synlig under ”Eksisterende Kategorier” og hvis man trykker på knappen tilknyttet til 
kategoriens navn, kan man se variablerne der er tilknyttet den specifikke kategori (se Bilag G). 
Brugshistorie 2: Indskrivning af vriskomhedsevaluering  
Tidligere beskrev vi de muligheder vi havde for at udvikle en it-løsning, hvor vi valgte at lave denne 
brugshistorie som et stand alone program. Da dette er et stand alone program og vi laver agil udvikling er 
det relevant at undersøge hvilken form for sprog vi burde udvikle i. Scrum er en agil metode hvor der 
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typisk er en udgivelse af it-løsningen for hvert sprint. Når udviklerne skal kode er det relevant at forstå om 
der f.eks. er meget funktionalitet der skal bruges gentagene gange eller der er større fokus på andet såsom 
at skabe algoritmer. I vores tilfælde kan vi se at vi fremadrettet nok skal bruge større dele af vores 
grundlæggende funktonalitet senere. Dette kan f.eks. være at lave en forbindelse til en database eller 
tabellerne hvor der indskrives data. Herunder opstiller vi to forskellige måder at tilgå udvikling af it-
løsninger.  
OO (object-oriented) programmering er konstruktion af objekter (byggeklodser) der tilsammen skal 
danne det it-system man vil udvikle. Det der kendetegner OO er at objekter hver for sig har et ansvar der 
tilsammen udgør funktionaliteten i it-systemet. For at eksemplificere dette tager vi udgangspunkt i en bil. 
En bil består af hjul, rat, bremser, motor, stel, døre, låse, gear osv. Hver enkelt del har sin egen 
funktionalitet der tilsammen skaber en bil. Disse dele vil man kalde objekter som hver har sit ansvar. F.eks. 
er det rattets ansvar at kunne justere bilens retning (en metode i objektet) og bremserne har ansvaret for 
at bilen kan sænke farten eller stoppe helt op. Disse objekter skaber en bil kan man så anvende til f.eks. 
at lave en Opel Astra, den har fire hjul osv. For at kunne skabe et objekt skal man lave en instantiering af 
en klasse. En klasse er det der beskriver objektets attributter og metoder. Eksemplet fra før med Opel 
Astra vil f.eks. være at i klassen har man en attribut der hedder model. Når man laver en instantiering af 
klassen skaber man et objekt hvori man kan skrive at objekts model attribut er en Opel Astra.  
Procedural programmering er udførelsen af instruktioner i en specifik rækkefølge fra start til slut. Dvs. 
at når man programmere i et sprog der er baseret på procedural programmering så eksekveres koden trin 
for trin. I modsætning til objekt orienteret programmering har procedural programmering til formål at 
nedbryde programmeringsopgaven til en kollektion af variabler, data strukturer og rutiner.   
Ud fra vores gennemgang af disse to måder at tilgå programmering har vi besluttet af tage 
udgangspunkt i et objekt-orienteret programmeringssprog. Dette skyldes at det passer sammen med at 
kunne skabe kode der eventuelt kan anvendes i flere sammenhænge. Dette er relevant fordi det kan 
hjælpe os med at udvikle mere funktionalitet hurtigere jo flere sprints vi kommer igennem. Det sprog vi 
valgte at anvende til udvikling af stand alone programmet er Java, da vi har erfaringer med dette sprog 
for adskillelige kurser. 
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(Afprøv kode - se bilag H) 
Billedet her viser hvordan funktionaliteten af indtastning af virksomhedsdata så ud da vi afleverede 
det i afslutningen af det indledende sprint. Som det fremgår af billedet kan vi ovre til venstre skrive 
virksomhedens id og navn ind, hvortil vi kan tilføje variabler for hver kategori, i dette tilfælde ’Antal 
Ansatte’ og ’Lokation’. Det er muligt at gemme det lokalt, samt tilføje og fjerne virksomhedsdata. På dette 
tidspunkt vil funktionaliteten af fjern knappen altid slette den nederste, hvilket skal illustrer at der er 
funktionalitet for at slette i databasen. Derudover er der en placeholder knap ’indlæs’ som skal 
symbolisere en integration mellem den centrale og lokale database. Til at beskrive udviklingen af dette 
anvender vi en domain model. Koden kan ses i bilag H. 
 
 Ovenstående domain model viser det vi udviklede for at lave indtastningen af data om virksomheder. 
Vi har opdelt strukturen af koden i form af BCE modellen (Boundary, Controller og Entiry) for at delegere 
ansvaret ud i meningsfyldte klasser. Dermed havde vi en klasse fokuseret på brugergrænsefladen, en 
anden klasse fokuseret på at få den nødvendige data til og fra brugergrænsefladen (controller) samt 
klasser der skaber den interne funktionalitet (entity) i stand alone programmet. 
MainController er den som håndtere dataudvekslingen mellem databasen og brugergrænsefladen. 
Dette gør den ved at nedarve funktionaliteten fra Database klassen, hvortil vi tilføjer nogle operationer 
der gør det muligt at få kategorier og tilhørende variable ”getAllCategories()” til brugergrænsefladen og 
indskrive virksomhedsdata ”setNewEntry()” fra brugergrænsefladen til databasen. 
I vores brugergrænseflade har vi en tabel(*) hvori vi indtaster virksomhedens data(**), og vi skal bruge 
viden om de kategorier(***) og dertilhørende variabler som skal relateres til virksomheden.  
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(Se kode i bilag H) 
Ovenfor illustrere vi de klasser vi anvender for at lave vores tabel, som er en klasse vi selv har lavet 
(TableGrid), og klassen Category der nedarver en ArrayList af typen Variable. Vi var klar over at vi ville få 
brug for en måde at kunne håndtere kategorier og deres tilhørende variabler. Derfor udviklet vi en klasse 
der nedarver funktionaliteten af en ArrayList, hvor ArrayListen elementer vil være af en anden klasse vi 
udviklet Variable. For at illustrere hvordan vi anvender dette har vi følgende kode. 
074     public ArrayList<Category> getAllCategories(){ 
075         ArrayList<Category> arraylist = new ArrayList<>(); 
076         if(isConnected()){ 
077             try { 
078                 Statement stmt = connDerby.createStatement(); 
079                 sql = "SELECT \"idCat\", \"nameCat\" FROM 
WHITEBOXAPPX2.categories"; 
080                 ResultSet resultCat = stmt.executeQuery(sql); 
081                  
082                 Statement stmt1 = connDerby.createStatement(); 
083                 while(resultCat.next()){ 
084                     int idCat = resultCat.getInt(1); 
085                     Category category = new 
Category(resultCat.getString(2), idCat); 
086                     arraylist.add(category); 
087                     sql = "SELECT \"idVar\", \"nameVar\" FROM 
WHITEBOXAPPX2.variables WHERE \"idCat\"=" + idCat; 
088                     ResultSet resultVar = stmt1.executeQuery(sql); 
089                     while(resultVar.next()) 
090                         for(Category cat : arraylist) 
091                             if(cat.equals(category)){ 
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092                                 cat.addVariable(resultVar.getString(2), 
resultVar.getInt(1)); 
093                             } 
094                 }                
095             } catch (SQLException e) { 
096                 // TODO Auto-generated catch block 
097                 e.printStackTrace(); 
098             } 
099         } 
100         return arraylist; 
101     } 
Denne kode viser hvordan MainControlleren henter data fra Derby databasen og indsætter data i en 
ArrayList af typen Category (linje 85 og 86), hvor i de enkelte kategoriers tilhørende variable bliver indsat 
vist på linje 92. Koden vil returnere arraylisten, hvor f.eks. MainBoundary vil kunne få disse data og 
indsætte det i tabellen.     
Grunden til vi udvikler vores egen klasse til at lave en tabel (TableGrid), som samtidig er baseret på 
Java’s framework – Jtable – skyldes at vi er klar over at vi i fremtiden formentlig vil anvende lignende 
tabeller i andre situationer. Opbygningen af denne klasse gør at man blot skal lave et objekt af TableGrid 
og angive dens størrelse. Derefter kan data indsættes på de specifikke pladser man har lyst. Dette kan ses 
herunder. 
panel = new TableGrid(4, 4, new Dimension(400,400));  
For at kunne håndtere indtastningen om en virksomhedsevaluering anvender vi en klasse kaldet 
CompanyEntry. 
 
Dette anvender vi således at et id og navn for virksomhedsevalueringen bliver skrevet ind i 
CompanyEntry og deri tilføjer vi de udvalgte kategorier og variable som et Item klasse element ArrayList. 
Grunden til vi ikke anvender Category klassen til dette skyldes at der kun er 1 variable for hver kategori, 
hvoraf en Categori er bygget til at indeholde flere variable da det er en ArrayList af variable.  
Tilsammen udgør disse klasser løsningen på brugshistorien om at kunne indskrive 
virksomhedsevalueringer ind i databasen. 
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Test 
Igennem dette sprint anvendte vi ikke automatiseret eller manuel tests af typen black-box eller white-
box. Vi anvendte parprogrammering på to forskellige måder. Den ene måde foregik således, at vi 
programmerede ny kode fra bunden, og den anden måde var ved at gennemgå og rette eksisterende 
kode. Igennem de to processer var det tydeligt at par programmeringen ikke fungerede når der skulle 
laves kode fra bunden fordi diskussionen om hvordan det skulle programmeres tog lang tid og det 
forsinkede udviklingen. Derimod var parprogrammeringen værdifuld når vi gennemgik og reviderede 
koden, da vi fik indblik i hinandens kode, kunne rette logikken, diskutere yderligere tilføjelser til 
funktionaliteten, og blive enige om hvordan den interne kodes struktur skulle være. 
4.4.2 Sprint 1 
I dette sprint finder vi ud af at Whitebox ikke vil indtaste data når de er ude ved deres kunder. Trods 
dette valgte vi stadig at udvikle indtastning af procesmålinger for eksisterende virksomhedsevalueringer i 
stand alone programmet. Dette gjorde vi fordi Per og Jørn endnu ikke vidste om der var mulighed for at 
få lavet en database eller anden form for tilgang til den server deres webside lå på.  
For at lave indtastningen af procesmålinger har vi brug for at tilføje dataforholdene for procesmålinger 
i databasen. Dette gør vi ved først at gennemgå hvordan vores data nu er relateret til hinanden. 
 
Som det fremgår af dette E/R diagram har vi ikke længere et navn for en virksomhed, vi har i stedet 
et årstal og kvartal for hvornår evalueringen af virksomheden blev lavet. Dertil kan en evaluering have nul 
til mange målinger (score). Derudover har vi med processer at gøre som hver har et navn og dertil har 
hver proces et sæt af målinger (score1, score2 og score3).  
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Disse diagrammer illustrerer hvordan vi har udformet databasestrukturen således de korrekte forhold 
mellem data er overholdt. Det er nu muligt for os at lagre data om procesmålinger for en given virksomhed 
i forhold til en given proces (scores), samtidig ved vi hvad navnet er for den proces. Der er nu også sådan 
at en virksomhed (businesses) ikke længere har et navn, men i stedet et årstal og kvartal for hvornår 
evalueringen har været foretaget. Nu da vi har datastrukturen på plads kan vi gå i gang med at beskrive 
udviklingen af indtastningen af procesmålinger. Indtastning af procesmålinger blev udviklet i dette sprint, 
men indtastning af virksomhedsevalueringer blev samtidig ændret i dette sprint. De nedenstående 
billeder viser den færdige brugergrænseflade for begge dele. For at afprøve dette program, se bilag J. 
Indtastning af procesmålinger  
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Indtastning af virksomhedsevalueringer  
 
Som det fremgår af billederne er indskrivning af virksomhedsevalueringer blevet ændret, således man 
indskriver år og kvartal i stedet for et navn. For indskrivningen af procesmålinger har vi lavet en tabel hvor 
hver enkelt proces har tre målinger, navngivet med måling 1, 2 og 3. Disse målinger er relateret til en 
specifik proces f.eks. ”Proces 1”. Denne tabel er ikke lavet ud fra TableGrid klassen. Dette skyldes at der i 
indtastning af procesmålinger er brug for at kunne gruppere kolonne navne, hvilket ikke er muligt i 
hverken TableGrid eller JTable. Der skal laves noget ekstra funktionalitet der gør at man gruppere navne 
og indsætte dem over flere kolonner. Vi forsøgte at lave dette selv, men der gik for lang tid hvor intet blev 
lavet hvilket gjorde at vi søgte efter muligheder på nettet. Vi fandt en anden persons5 kode der havde det 
samme problem som os, hvilket vi valgte at anvende i vores it-løsning.   
                                                          
 
5 http://stackoverflow.com/questions/11665397/jtable-multiple-header-rows  
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Figur 2 - Oversigt fra sprint 1 
Figur 2 illustrere it-løsningens struktur for sprint 1 (kode i bialg J). Der blev lavet en del ændringer til 
den måde vi struktureret alt koden, fordi der skulle tilføjes endnu en brugergrænseflade. Til dette trak vi 
alt ansvaret for indtastnings af virksomhedsevalueringer over i sin egen klasse, således MainBoudary har 
ansvaret for at samle og køre alt grafikken. I MainBoundary anvender vi en JTappedPane således man kan 
skifte mellem det tidligere udviklet funktionalitet til den nye. Dette ser således ud. 
032 public class MainBoundry extends JFrame{ 
033      
034     private boolean DEBUG = false; 
035     protected MainController dataHandling = new MainController(); 
036      
037     public MainBoundry() { 
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038         Dimension screenSize = 
Toolkit.getDefaultToolkit().getScreenSize(); 
039         [...] 
043         JPanel mainPanel = new JPanel(); 
044          
045         JTabbedPane tabbedPane = new JTabbedPane(); 
046         final InputFirmBoundry firmContent = new 
InputFirmBoundry(screenSize); 
047         firmContent.setOpaque(true); 
048         tabbedPane.addTab("Opret Virksomhed", firmContent); 
049         tabbedPane.setMnemonicAt(0, KeyEvent.VK_1); 
050  
051         final InputProcessesBoundry measurementsContent = new 
InputProcessesBoundry(screenSize); 
052         [...] 
056         mainPanel.add(tabbedPane); 
057         setContentPane(mainPanel); 
058         this.setDefaultCloseOperation(JFrame.EXIT_ON_CLOSE);         
059         setVisible(true); 
060     } 
061     [...} 
069     public static void main(String[] args){ 
070         new MainBoundry(); 
071         [...] 
130 } 
(For fuld kode - Se bilag J.1) 
MainBoundary, som ses ovenfor, er altså nu en JFrame (linje 30), hvori der er et JPanal (linje 43) 
indholdende en JTabbedPane (45 og 56). I denne JTabbedPane indsætter vi en InputFirmBoundary og en 
InputProcessBoundary, der henholdsvis giver funktionaliteten af de to brugshistorier indskrivning af 
virksomhedsevalueringer og indskrining af procesmålinger. På linje 70 eksekvere vi MainBoundary og 
dermed køres programmet. 
Med henhold til controllerne er der en del kode som går igen. For hver Controller skal der være en 
forbindelse til en database. Derfor har vi laet det sådan at Database klassen har ansvaret for at kunne 
oprette en database forbindelse og DBConnectable har så ansvaret for at oprette forbindelsen til Derby 
databasen, hvilket tidligere blev skrevet i MainController. Dvs. når der nedarves fra DBConnectable har 
man en åben forbindelse til Derby databasen. Grunden til at alle Controllere har en åben adgang til 
databasen er, at hver del af it-løsningen (funktionalitet) er bygget på tanken om at det skal kunne fungere 
som sin egen separate del. Ellers ville det være muligt at oprette en database forbindelse som alle andre 
objekter ville benytte. DBConnectable gør det altså muligt at skabe en forbindelse til databasen. Koden 
kan ses herunder, men ses i sin helhed i bilag J.8. 
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17 public class DBConnectable { 
18  
19  protected Database dataHandler = new Database(); 
20  protected Connection connMySQL, connDerby; 
21  protected boolean connection = false; 
22  protected static String sql; 
23   
24  [...} 
34  public void setConnection(String condition){ 
35      switch (condition.toLowerCase()) { 
36      case "mysql": 
37          this.connMySQL = dataHandler.connMySQLTesting(); 
38          if(this.connMySQL != null) 
39              setConnection(true); 
40          break; 
41      case "derby": 
42          this.connDerby = dataHandler.connDerbyTesting(); 
43          if(this.connDerby != null) 
44              setConnection(true); 
45          break; 
46      default: 
47          System.out.println("no connection was chosen"); 
48          setConnection(false); 
49          break; 
50      } 
51  } 
52  [...} 
73 } 
Som det fremvises af koden behøver en controller blot at nedarve denne klasse, hvor første 
instruktion skal være setConnection(”Derby”), for at have lavet en forbindelse til databasen. Dette er 
hovedformålet med at vi anvender et objekt-orienteret programmeringssprog, da vi nu allerede har noget 
genanvendeligt kode som vi kan bruge for hver gang der skal laves nye dele af it-løsningen. 
I slutningen af dette sprints udvikling af it-løsningen gik det op for os at vores måde at lave de to 
tabeller for indskrivning ikke er holdbar i fremtiden. Grunden til dette er at der på et tidspunkt skal 
udvikles en mulighed for at ændre data i databasen hvis f.eks. at noget bliver skrevet ind forkert eller 
noget skal slettes på grund af andre årsager. Denne mulighed er der ikke på nuværende tidspunkt i de to 
Boundary klasser, hvilket betyder der skal laves overvejelser om hvordan dette skal håndteres. Vores idéer 
på dette tidspunkt var at enten lave den nuværende funktionalitet om således man også kunne se data 
indtastet hvor man skriver dem ind og på den måde direkte lave ændringer. Vores anden idé er at lave et 
nyt faneblad i it-løsningen for hver af indskrivningsfunktionerne. Vi havde på dette tidspunkt ikke meget 
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tid til at gå videre med disse idéer og valgte derfor at tage det op når det blev relevant i forhold til 
fremtidige udvalgte brugshistorier.  
Igennem sprint review mødet fra indledende sprint stødte vi på et problem som vi ikke havde 
forudset. Når Per og Jørn begyndte at skrive tekst ind i cellerne på tabellen og skulle til at trykke på ’gem 
lokalt’, så havde de ikke trykket ud af cellen således at teksten i den markeret celle blev sat ind i tabellen.  
 
Vi forventet at de kunne finde ud af det fordi at Excel, som er et program de anvender meget, fungere 
på samme måde. Vi forsøgte dermed at finde en løsning på dette ved at finde ud af hvad man kunne gøre 
ved sele CellEditoren for tabellen. Vi erfaret at det ikke er muligt at lave en sådan ændring fordi cellerne 
internt er bygget så de enten er i et stadie af at have noget data eller er i gang med at blive ændret. Det 
er ikke muligt at lave det om således at det reagere som et tekstfelt. 
Ud over at lave stand alone programmet fokuseret vi på at lave nogle high fidelity mock-ups således 
vi kunne illustrere andre måder at præsentere indskrivningen af procesmålinger. Dette gjorder vi, ved at 
gøre brug af HTML5 og AngularJS indbygget funktioner, som gør det muligt hurtigt at lave dynamiske 
tabeller som er nemme at ændrer så de passer ens behov. På denne måde lavede vi tre forskellige udkast 
til hvordan indskrivningen af data kunne se ud som kan ses på billedet herunder. 
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Koden til disse tabeller kan ses i Bilag I mens funktionaliteten linkes til, på denne side 
http://www.edbjan.dk/whitebox/htmlnu.html.  
Test 
I dette sprint anvendte vi for første gang manuel black-box tests, som blev gjort via par 
programmering. Dette foregik således at vi gennemgik kravene for procesmålinger og indskrivning af id’er, 
og dertil testet om det var muligt at indtaste valide og ikke valide data. På dette tidspunkt fik vi lavet 
fejlhåndtering baseret på hvad vi mente var logisk for den enkelte funktionalitet, men også baseret på de 
krav som Per og Jørn havde bestemt. Fejlhåndteringen består af at håndtere fejlene internt i koden, hvilket 
betyder vi ikke, på dette tidspunkt, fik lavet relevant feedback til brugeren ud fra de fejl vi fik håndteret. 
De følgende punkter er det vi lavet fejlhåndtering ved, hvoraf nogle af punkterne viste sig at skulle ændres 
og som bliver beskrevet i de sprint hvor rettelserne finder sted.  
Indtastning af virksomheder 
 Id for indtastningen må ikke allerede eksistere 
 Id for indtastningen må kun være tal 
 Årstallet for indtastningen må ikke være før år 1800 
 Kvartalet for indtastningen skal være fra 1 til 4. 
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Indtastning af procesmålinger 
 Det id der relateres til målinger skal eksistere i databasen 
 Modenhedsniveauet må være mellem 0 og 4, og skal gå op i et kvartal 
 Procesmålinger må kun være heltal fra 1 til 4 
Når der blev lavet fejlhåndtering var formålet at tjekke værdierne ikke kunne gå uden for rækkevidde 
og samtidig at det kun var muligt at indtaste de valide værdier. Fejl er identificeret med en fejlkode i den 
interne kode og resulteret i en dialogboks der ikke gav konstruktiv feedback til brugeren. F.eks. hvis man 
ikke indskrev et id ville følgende dialogboks blive vist.  
 
Grunden til vi gjorde fejlhåndteringen på denne måde var fordi vi ikke havde meget tid tilbage til at 
teste, hvilket gjorde at vi fokuseret mere på at finde fejl end at formulere den korrekte feedback til 
brugeren. 
Vi valgte at test de forskellige værdier for en variable som f.eks. årstallet ”year”. De test vi vil lave på 
year er: 
1. test at værdien for year ikke er tom 
2. test at værdien for year ikke kan indeholde andet end tal 
3. test at værdien for year ikke kan være mindre end 1800 
4. test at værdien for year kan være 1800 
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I test 2 og 3 blev fejlen ikke håndteret den først gang vi testet dvs. at programmet ikke gik i ned, men der 
blev heller ikke givet feedback om hvad der var sket. Dermed kunne man tro at det hele alligevel blev 
gemt i database. Igennem fejlhåndteringen gjorde vi det sådan at der blev udskrevet en dialogboks for at 
vise der var sket en fejl og hvilken fejlkode der var forekommet.  
1 try{ 
2   year = (String) tableGrid.model.getValueAt(row, 1); 
3   year = year.trim(); 
4 } catch (NumberFormatException e){ 
5   error = 2; 
6   break outerloop; 
7 } 
I ovenstående kode viser vi hvordan vores kode håndterede et indskrevet årstal efter der var blevet 
trykket på ‘gem lokalt’ knappen. Linje 2 vil resultere I en NumberFormatException hvis der ikke er 
indtastet noget i årstalsfeltet. I denne kode ville vi have en måde at tjekke hvorvidt det kun er tal som står 
i year variablen og begrænse den nedre værdi til at være 1800. Dette gjorde vi på følgende måde. 
01 try{ 
02  year = (String) tableGrid.model.getValueAt(row, 1); 
03  year = year.trim(); 
04  if(Integer.parseInt(year) < 1800){ 
05      error = 3; 
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06      break outerloop; 
07  } 
08 } catch (NumberFormatException e){ 
09  error = 2; 
10  break outerloop; 
11 } 
I linje 4 for den nye kode har vi indskrevet en if statement der gør to ting. Udtrykket vil tilsammen tjekke 
om det indskrevet årstal ”year” er mindre end 1800, hvis dette er sandt bliver error = 3. Inde i udtrykke 
sker der dog en transformering af year værdien før udtrykke tjekkes for at være sandt eller usandt. 
Transformeringen på linje 4 tager den nuværende test streng ”year” og laver det om til et tal. Hvis dette 
ikke er muligt vil der forekomme en NumberFormatException, hvilket resultere i at error = 2. På denne 
måde sikret vi at der var mindre mulighed for at menneskelige fejl i indskrivningen af data. 
Efter udviklingen og tests af funktionalitet havde vi både nye ændringer af indskrivning af 
virksomhedsevalueringer og den nye del af it-løsningen, indskrivning af procesmålinger, klar til at blive 
præsenteret og afprøvet af Per og Jørn ved et sprint review møde. 
4.4.3 Sprint 2 
I dette sprint har vi fokus på at udvikle grafikken for at deres procesmålingsdata. Herunder er et billede 
af den model de på nuværende tidspunkt laver i MS PowerPoint. 
 
Billedet illustrer at hver procesnavn har hver tre målinger. Måling 1 er den til venstre, måling 2 er den 
i midten og måling 3 er den til højre. Derudover er alle processer opdelt i fire grupper (Projekt – Styring, 
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Udvikling, Støtte og Organisation) og fire niveauer fra 2 til 5. Per nævnte at niveauerne ikke er vigtig at 
have med, da det ikke giver deres kunder mere værdi. Derimod er det vigtigt at tage op hvordan 
beregningerne på deres data skal fungere. Det er sådan at de f.eks. skriver 1 som en procesmåling, men 
dette tal repræsentere 0,1 når der skal laves beregninger. Grunden til dette blev gjort var at det er 
nemmere for en person at skrive et 1 tal ind i felter og få programmet til at lave beregningen. I denne 
sammenhæng fandt vi ud af at procesmålingerne skal gå fra 0 til 4 og ikke 1 til 4 som vi tidligere troede, 
hvilket skyldes at 0 repræsentere at der ingen værdi er for målingen. Derudover repræsentere farverne 
en kategori af hvorvidt virksomheden har været god i de enkelte processer.  
Måling Værdi  Farve Logik 
0 0  Grå værdi == 0 
1 0,1  Rød 0 < værdi < 0,15 
2 0,35  Orange 0,15 <= værdi < 0,5 
3 0,65  Gul 0,5 <= værdi < 0,85 
4 0,90  Grøn 0,85 <= værdi <= 1 
Det første vi gjorde da vi skulle til at udvikle denne grafik til at præsentere de data som der skrives ind 
i databasen, var at spørge en ekspert i grafik til råds. Vi mente at et tredje sæt øjne i en time kunne sætte 
nogle kreative processer i gang, hvilket resulteret i en god idé der kom med i slutresultatet. Idéen var at 
lade farven for den enkelte kategori blive ændret baseret på resultaterne. Dvs. at hvis gruppen – Udvikling 
- der indeholder seks processer, altså i alt 6*3=18 farvet felter, har en gennemsnits værdi på 0,1 for alle 
felter, vil gruppens farve blive ændret til rød. Herunder er resultatet af vores første løsning på denne 
brugshistorie, der illustrere idéen om at ændre gruppernes farve. 
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(Afprøv kode – Se bilag L) 
For at udvikle denne grafiske præsentation af data havde vi nogle overvejelser om hvordan vi kan 
udvikle den således den kan anvendes i fremtidige sprints. Logikken for den overordnet struktur blev at 
en model indeholder fire grupper, hver gruppe indeholder en række processer, hver proces indeholder 
tre målinger og hver måling indeholder målingsdata. Denne logik resulteret i følgende domain model, med 
tilhørende Boundary og Controller. 
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Figur 3 - Domain Model af Grafik 
Som billedet angiver er det Model objektet der kommunikerer med fire Group objekter og hver Group 
objekt kommunikere med en eller flere processer, hvor hver proces indsætter data i dens tre Score 
”setScores(result)” (For at se kode – Se bilag L). Score kan så selv finde ud af at ændre sit stadie ”state()”, 
som kan ses herunder.  
073     public void setScore(double score1) { 
074         this.score = score1; 
075         state(score1); 
076     } 
Ved at udvikle grafikken på denne måde har vi mulighed for at præsentere data ved at indsætte data 
i modellen. Dette gør at når vi skal udvikle søgningsfunktionaliteten med parametrene (kategorierne med 
tilhørende variable) i fremtidige sprint har vi mulighed for at få præsenteret data i denne grafik, hvis data 
er slutresultaterne for søgningen. 
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For at kunne vise at denne grafik fungerede lavet vi en ModelBoundary og ModelController, som er 
vist i domain modellen. Denne grafik bestod i at kunne indtaste et id for en virksomhedsevaluering, der 
resultere i et nyt vindue indeholdende model grafikken ud fra resultaterne af det søgte id. 
 
Når der trykkes OK i dialogboksen bliver resultatet af søgningen for det id illustreret i den grafiske 
model. Herunder er viser vi hvordan grafikken kom til at se ud da vi var færdige med dette sprint. 
 
Måden vi har lavet display-funktionaliteten er ved at have Model klassen nedarve JComponent. 
JComponent indeholder den basale funktionalitet af Swing i Java, hvilket gør vi har de værktøjer vi har 
brug for til at udvikle grafikken fra bunden. Strukturen fungerer på samme måde som indsættelse af data, 
hvor model kalder hver gruppes display() metode, hver gruppe kalder deres processers display() metode, 
der kalder scorens display() metode (se Bilag L) Dette gør at vi uddeler ansvaret for hvordan hver del af 
grafikken skal udformes til den respektive klasse.  
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Test 
Vi begyndte at teste yderligere på funktionaliteten af it-løsningen, specifikt indtastning af virksomheds 
id’er og indtastningen af procesmålinger. Vi havde allerede en basis af fejlhåndteringer, men i løbet af det 
møde vi havde med Whitebox fandt vi nogle fejl i funktionaliteten og revideret nogle af vores logiske valg.  
Indtastning af virksomheder 
 Id for indtastningen må ikke allerede eksistere. 
 Id for indtastningen må kun være tal. 
 Årstallet for indtastningen må ikke være før år 1950. 
 Årstallet må ikke indeholde andet end tal. 
 Kvartalet for indtastningen skal være fra 1 til 4. 
 Kvartalet må ikke indeholde andet end tal 
 Felterne må ikke være tomme. Dette gælder udvælgelsen af variabler inden for hver kategori og 
de tre andre felter; id, årstallet og kvartalet. 
Indtastning af procesmålinger 
 Det id der relateres til målingerne skal eksistere i databasen. 
 Det id der relateres til målingerne må ikke allerede have målinger relateret til sig.  
 Modenhedsniveauet må være mellem 0.25 og 4, og skal gå op i et kvartal. 
 Procesmålinger må kun være heltal fra 0 til 4, hvor nul repræsentere ingen måling. 
Den ovenstående logik er baseret på vores manuelle tests af brugergrænsefladen og vi har dertil 
yderligere lavet fejlhåndtering der giver feedback som brugeren kan forstå. I koden kaldes dette vores 
”errorValue”. Hvis man f.eks. ikke indtastet et id for indtastning af virksomhedsevalueringer ville følgende 
diablogboks blive vist. 
 
Som eksempel tager vi udgangspunkt i test af kvartalet for virksomhedsevalueringer. For kvartalet er 
følgende regler gældende: 
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1. Kvartalet må ikke være tomt 
2. Kvartalet må ikke være andet end tal 
3. Kvartalet må ikke være under 1 eller over 4. 
4. Kvartalet må kun bestå af 1, 2, 3 og 4. De repræsentere hver kvartal i et år. 
Test Scenarie Resultat første test Resultat anden test 
1 Kvartalet må ikke 
være tomt 
Denne fejl bliver ikke 
fanget 
Resultatet blev error 5 og 
errorValue blev ”Der er ikke 
indtastet et gyldigt Kvartal”.  
2 Kvartalet må ikke 
indeholde andet 
end tal 
Denne fejl bliver ikke 
fanget 
Resultatet blev error 4 og 
errorValue blev ”Der er ikke 
indtastet et gyldigt Kvartal”. 
3 Kvartalet må ikke 
være under 1 eller 
over 4. 
Denne fejl bliver ikke 
fanget 
Resultatet blev error 8 og 
errorValue blev ”Kvartalet skal 
være mellem 1 og 4. 
4 Kvartalet må bestå 
af 1, 2, 3 og 4.  
Det var muligt at 
indskrive disse tal. 
Det var muligt at indskrive disse 
tal. 
I de første test havde vi en overbevisning om at feltet ikke kunne være tomt, da vi forventet at der 
ville ske en NumberFormatException når værdien blev ’castet’ som en String. Dette er vist herunder i linje 
194, hvor vi i linje 195 og 200 forsøger at fange fejlen. 
188 try{ 
189     [...] 
194     companies.add(new CompanyEntry([...}, (String) 
table.model.getValueAt(row, 2))); 
195 } catch (NumberFormatException e){ 
196     [...] 
200     else if(table.model.getValueAt(row,2) == ""  || 
table.model.getValueAt(row,2) == null) 
201         errorValue = "Der er ikke indtastet et gyldigt Kvartal"; 
202     error = 4; 
Efter lidt tests af brugergrænsefladen opdagr vi at de det ikke burde indeholde andet end tal og at der 
ikke må stå andet end 1, 2, 3 og 4 i feltet. Dette finder vi også ud af ikke bliver fanget, hvilket vi forventet. 
Dernæst lavet vi om på koden så det så således ud.  
197 quater = (String) table.model.getValueAt(row,2); 
198 [...] 
204 if((Integer.parseInt(quater) < 1 || Integer.parseInt(quater) > 4)){ 
205     errorValue = "Kvartallet skal være mellem fra 1 og 4 "; 
206     error = 8; 
207     break outerloop; 
208 } 
Pries-Heje & Olsen 
 
 
S i d e  97 | 471 
 
 
209 companies.add(new CompanyEntry([...], (String)  
table.model.getValueAt(row, 2))); 
210 } catch (NumberFormatException e){ 
211 [...] 
215 else if(quater.toString().length() == 0  || quater == null) 
216     errorValue = "Der er ikke indtastet et gyldigt Kvartal"; 
217 error = 4; 
218 break outerloop; 
219  } catch(NullPointerException e){ 
220 if(quater == null) 
221     errorValue = "Der er ikke indtastet et gyldigt Kvartal"; 
222 error = 5; 
Koden ovenfor er det vi har lavet ud fra de tests som vi vidste tidligere. I linjerne 204 til 206 tjekker vi om 
kvartalet er lavere end 1 eller højere end 4, hvis det er bliver errorValue til ”Kvartallet skal være mellem 
fra 1 og 4” og error til 8. I linjerne 210, 215, 219 og 220 tjekker vi om der står noget i feltet og hvorvidt det 
er et tal. Hvis det er andet end et tal bliver error til 4, hvorimod hvis der ikke står noget bliver error til 5. 
Dette var også resultaterne for de tests vi lavet, som står i tabellen på forrige side.  
Da vi lavede disse test begyndte vi at tænke på at automatisere disse tests fordi vi vidste at i fremtiden 
ville vi forsætte med at ændre i koden. Hvis vi havde automatiseret tests ville de fungere som 
regresionstests, altså tests vi kunne køre igennem hurtigt og ikke skulle igennem den manuelle test igen 
for at tjekke at alt var i orden. Vi havde desværre ikke tiden til at lave alle vores manuelle tests om til 
automatiseret tests, men vi fik afprøvet et værktøj der gør det muligt for os at automatisere vores 
testscenarier. Værktøjet hedder JUnit, som vi vil arbejde med i Sprint 3.   
4.4.4 Sprint 3 
I dette sprint startet vi med at lave små rettelser i it-løsningen baseret på sprint 2 review møde. Dette 
indebar f.eks. at processerne for indtastning af procesmålinger skulle stå i en anden rækkefølge. Vi fik 
også en liste af de kategorier med tilhørende variable som kunne sættes ind i programmet, fordi 
hjemmesiden hvor vi lavet konfiguration af kategorier og tilhørende variable ikke længere skulle bruges. 
Samtidig kom der også en del små rettelser i selve grafikken fordi de ville have at procesmålingerne skulle 
stå tættere sammen, hvilket bliver illustreret senere. 
I dette sprint fokuseret vi hovedsagligt på de to nye brugshistorier; (1) det at kunne se tidligere 
indtastet virksomhedevalueringer og procesmålinger, og den anden (2) var at kunne få fremvist data i 
modenhedsmodellen (grafikken fra sprint 2) baseret på resultater fra udvalgte parametre om 
virksomhedsevalueringer. 
 
Pries-Heje & Olsen 
 
 
S i d e  98 | 471 
 
 
Resultatet af brugshistorie 1 er vist på følgende billede. 
 
(Afprøv kode – Se bilag M) 
I denne funktionalitet skulle vi gøre det muligt at se både indtastet virksomhedsevalueringer, men 
også procesmålinger. Procesmålingsdelen nået vi ikke at lave. I billedet ovenfor viser vi eksisterende 
virksomhedsevalueringer og når der indtastes nye er det muligt at få dem vist ved at trykke på knappen 
nede til venstre, ”Refresh”.  
Resultatet af brugshistorie 2 er vist på følgende billede. 
 
(Afprøv kode – Se bilag M) (Se kode, bilag M.12) 
I denne del af it-løsningen fik vi udviklet muligheden for at kunne få procesmålingsresultater baseret 
på parametre og det at kunne sammenligne disse resultater med procesmålinger for en specifik 
virksomhedsevaluering. I eksemplet ovenfor kan man f.eks. få vist en model for alle 
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virksomhedsevalueringer fra Nordjylland der er af virksomhedstypen IT. Dette resultere i følgende model, 
som illustrere de rettelser vi fik lavet. 
 
I forhold til at kunne sammenligne disse resultater med procesmålinger fra en specifik 
virksomhedsevaluering, er det noget andet som er relevant at vise. Resultatet vil blive vist i sammen form, 
men hver procesmåling vil vise hvorvidt den udvalgte virksomhedsevaluering er bedre eller dårligere end 
det den sammenlignes med. Procesmålingerne for virksomhedsevaluering 1002 ser f.eks. således ud. 
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Hvis resultatet for virksomhedsevaluering 1002 skal sammenlignes med resultaterne fra NordJylland af 
virksomhedstype IT, er det ikke relevant at sammenligne procesmålinger hvor 1002 har grå felter, da det 
repræsentere at der ikke er lavet en evaluering. For at repræsentere procesmålinger der ikke bliver 
sammenlignes skrives der N/A i feltet, hvilket står for Not Applicable. I sammenligningsmodellen angiver 
grøn at den udvalgte virksomhedsevaluering er bedre end resultatet fra virksomhedsevalueringer i 
Nordjylland med virksomhedstypen IT, hvor rød viser det modsatte. En grå farve repræsentere at der ikke 
er forskel. Resultatet af sammenligningen vil se således ud. 
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Resultatet af sammenligningen er altså at procesmålingerne for virksomhedsevalueringen 1002 kun 
afviger i en procesmåling, hvor 1002 er dårligere end de cases den sammenlignes imod. 
Det er også muligt at sammenligne procesmålinger mellem to specifikke virksomhedsevalueringer, 
hvilket er vist på det følgende billede. 
 
(Afprøv kde – Se bilag M) 
Test 
Vi begyndte at anvende JUnit, som er et framework der gør det muligt at automatisere tests af sin 
kode. Måden vi anvendte automatiseringen var en blanding mellem Unit test og black-box test. Vi lavet 
tests der repræsenterer kriterierne fra sprint 2 tests (side 95) ud fra et black-box perspektiv. Valget at lave 
både manuelle tests og automatiseret tests kom naturligt i sprint 3. Dette skyldes at mens vi udfører vores 
manuelle tests retter vi i koden undervejs, hvilket betyder at vi er nødt til at teste tidligere testet 
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situationer igen fordi koden har ændret sig. Dette kaldes regressionstests. Måden vi gjorde dette på 
illustrere vi herunder. 
Vi tager udgangspunkt i kvartal for indskrivningen af virksomheder.  
Test Scenarie Resultat 
1 Kvartalet må ikke være tomt Resultatet blev error 4 og errorValue blev ”Der er ikke 
indtastet et gyldigt Kvartal”.  
2 Kvartalet må ikke indeholde 
andet end tal 
Resultatet blev error 4 og errorValue blev ”Der er ikke 
indtastet et gyldigt Kvartal”. 
3 Kvartalet må ikke være under 1 
eller over 4. 
Resultatet blev error 8 og errorValue blev ”Kvartalet skal 
være mellem 1 og 4. 
4 Kvartalet må bestå af 1, 2, 3 og 
4.  
Det var muligt at indskrive disse tal. 
For at automatisere dem har vi anvendt JUnit (Se bilag M, M.4 og M.7), som vi nævnte tidligere. JUnit 
er et værktøj der har et framework som hjælper med at danne testscenarier og give et overblik af testene 
i form af om der forekom noget vi ikke havde forventet. Dette gør frameworket ved at have metoder der 
fungere næsten ligesom almindelige if statements. Dette er f.eks. linje 20 i den nedenstående kode, som 
er et eksempel på test 1 for kvartalet.  
01 @Test 
02  public void BBTestQuater1() { 
03      /* 
04       * Test what happens if there is no Quater 
05       */ 
06      InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
07      ifb.setDEBUG(true); 
08      TableGrid tableNew = ifb.getTable(); 
09      tableNew.model.setValueAt(objectOfidBus, 0, 0); 
10      tableNew.model.setValueAt(Year, 0, 1); 
11      tableNew.model.setValueAt("", 0, 2); 
12      tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
13      tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
14      tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
15      tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
16      tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
17      tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
18      ifb.setTable(tableNew); 
19      ifb.handleProcessScores(); 
20      assertEquals(4, ifb.getError()); 
21 //       ifb.getDataHandling().sqlDeleteidBus(idBus); 
22  } 
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Det der sker i JUnit på linje 20 er at der tjekkes om den udvalgte værdi 4 er den værdi vi forventer at 
få fra ”ifb.getError()”. Hvis dette er sandt betyder det, at vi fik den fejl vi forventet, hvilket resultere i at 
JUnit viser et ’succes’ tegn i oversigten af testscenarier. Dette kan ses herunder.  
 
Hvis der skete noget som ikke var forventet f.eks. at ”ifb.getError()” var 5 så ville der ske en ’failure’. 
Hvis der derimod skete en fejl i den kørende kode ville ’errors’ være vist. Dermed givet JUnit os et 
framework der gør automatiseret tests ligetil med en oversigt der giver de informationer man har brug 
for når der testes. Grunden til det er relevant for os at lave disse automatiseret tests i denne situation er, 
at der er blevet snakket om at lave redigeringsfunktionalitet for indskrevet virksomhedsevalueringer og 
procesmålinger. Det er derfor relevant at vi kan teste koden hvis der noget der ændres.  
Vi kunne dog ikke stoppe med at lave manuelle tests fordi der er fejl som ikke nødvendigvis bliver 
opdaget i form af vores automatiseret tests. Vores automatiseret tests tager en ny instans af 
funktionaliteten for hver tests, hvilket betyder at der ikke bliver tests hvad der sker når der laves en 
kombination af fejl. Vi kunne indsætte en række fejl på samme måde vi laver provokere den enkelte fejl i 
tabellen, men hver test stoppes efter det første tjek. Dermed gjorde automatiseringen det nemt at teste 
konkrete situationer og gav et godt overblik af hvad der var blevet testet. Hvorimod manuelle tests hjalp 
med at udforme nye kriterier for funktionaliteten set ud fra en brugers perspektiv samt teste hvad der 
sker hvis der forekommer en kombination af fejl. F.eks. var der et problem efter man havde lavet en fejl i 
et af felterne, hvorefter fejlen blev rettet. I dette tilfælde kunne den interne kode ikke sætte fejlkoden til 
noget nyt og dermed blev fejlmeddelelsen ved med at komme selvom den oprindelige fejl var rettet. 
Denne fejl havde vi ikke fundet hvis vi kun havde anvendt automatiseret tests. 
Som sagt laver vi stadig manuelle tests af vores kode, da udformningen af automatiseret tests tager 
mange ressourcer. I dette sprint skulle vi kunne lave en sammenligning mellem procesmålingsresultater 
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for en virksomhedsevaluering imod enten en anden virksomhedsevaluering eller resultatet af flere 
virksomhedsevalueringere baseret på udvalgte parametre. I dette sammenligning af datasæt har vi en ny 
tilføjelse til Score klassen, da det nu er muligt at have procesmålinger som kaldes N/A (not applicable). 
Dette repræsenteret vi ved at skrive -1 for den type værdier. Dette resulteret dog i at hver procesmåling 
blev rød. Vi gennemgik derfor koden for at tjekke hvad der var galt og vi fandt nedenstående kode. Fejlen 
kan ses i linje 38. 
036 private void state(double score){ 
038 if(score != 0 && score < 0.15) 
039     setImg(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_22.png"))); 
040 else if(score >= 0.15 && score < 0.50) 
041     [...] 
046 else  
047     setImg(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_25.png"))); 
Den skarpe læser har muligvis set at logikken er ukorrekt i forhold til hvad rød repræsentere. Fejlen 
kan ses i linje 38 der foreskriver at hvis værdien ”score” ikke er 0 og at værdien er mindre end 0.15, så skal 
farven sættes til at være rød. Den korrekte logik er at værdien skal være over 0 og under 0.15. Dette har 
ikke nogen betydning hvis alle værdier altid vil være fra 0 til 1, men hvis vi anvender en værdi der er under 
0.15 og ikke er 0 så vil farven for Score blive rød. Efter fejlen blev rettet fra  
038 if(score != 0 && score < 0.15) 
til  
038 if(score > 0 && score < 0.15) 
blev farven grå for scoren, hvilket er meningen, og teksten N/A blev skrevet i scoren via Score display().  
4.4.5 Sprint 4 
I dette sprint havde vi fokus på at lave de rettelser vi der blev snakket om i sprint review mødet for 
sprint 3, ændre det brugergrænsefladen, opdele programmet i en indtastningsværktøj og modelviewer 
samt gøre det muligt at ændre og opdatere tidligere indtastet data.  
Det følgende billede viser brugergrænsefladen til at kunne ændre virksomheds-evalueringer. I den 
midterste del er det muligt at se de eksisterende virksomhedsevalueringer, hvor det i den nederste del af 
muligt at ændre på dem.  
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(Afprøv kode – Se bilag N) 
Det følgende billede viser brugergrænsefladen for ændringer af allerede indtastet procesmålinger. I 
den midterste del er det muligt at se eksisterende procesmålinger, hvor det i den nederste del er muligt 
at ændre dem.  
 
(Afprøv kode – Se bilag N) 
De to tabeller som er vist i dette billede er to objekter af samme klasse. Dette gør vi ved at tage koden 
som skaber tabellen for indtastningen af procesmålinger og lave en ny klasse kaldet ProcessTable (Se bilag 
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N.8). Førhen ville det kræve hele længden af ProcessTable blive gjort hver gang der skal skabes en tabel 
med den funktionalitet. Dette betyder altså at vi kan lave en tabel ved at skrive.  
table = new ProcessTable(this.screenSize, dataHandling.getCMMIprocesses()); 
Den ovenstående linje vil skabe et nyt objekt af ProcessTable, hvilket tager en skærmstørrelse (Dimension) 
og alle processerne for CMMI. Fordi vi har lavet ProcessTable på denne måde har vi mulighed for at ændre 
i funktionaliteten for alle tabeller med procesmålinger, da der kun skal laves ændringer i ProcessTable. 
Det var meningen at det samme skulle laves for indskrivning af virksomhedsevalueringer, men der var ikke 
ressourcer til der.  
Test 
I dette sprint arbejdet vi på få tilføjelser fordi vi havde få ressourcer, hvilket gjorde vi ikke fik testet 
meget. Der var dog et større problem som vi følte skulle løses før it-løsningen kunne afleveres i 
afslutningen af dette sidste sprint. Problemet blev fundet via sprint review i sprint 3. Når der blev angivet 
nogle parametre til søgning af virksomhedsevalueringer, så blev der vist nogle forkerte resultater. 
Problemet var ikke åbenlyst når man kiggede på selve udvælgelsen af parametre, da det kun var specifikke 
parametre der gjorde at man fik et forkert resultat. Derfor måtte vi tage problemet op når vi skulle i gang 
med sprint 4.  
Før vi forklare hvad problemet er i koden, så forklare vi kort hvordan søgningsfunktionen fungere. Når 
søgningen er startet er det første der undersøges, hvilke virksomhedsevalueringer stemmer overens med 
de udvalgte parametre. Når alle virksomhedsevalueringer er fundet der passer til de udvalgte parametre, 
startes den næste proces som er at hente deres procesmålinger. Afslutningsvis opstælles 
procesmålingerne og resultatet sendes til ModelBoundary der skaber en ny grafik (Model) med resultatet. 
Problemet for søgningsfunktionen var at udvælgelsen af virksomhedsevalueringer ikke var logisk 
korrekt. Logikken burde være således, at hvis der er udvalgt en eller flere variable i en kategori skal der 
søges efter virksomhedsevalueringer der stemmer overens med udvalgte variable. Hvis der er flere 
kategorier med en eller flere udvalgte variable skal alle virksomhedsevalueringer der passer til de variable, 
gå igen fra dem der tidligere blev fundet. Hvis virksomhedsevalueringer ikke går igen skal de ikke være 
med som en del af resultatet. Den fejl vi havde begået var at lave søgningen efter 
virksomhedsevalueringer for hver kategori, selvom der ingen variable var udvalgt. Dette gjorde at når vi i 
logikken sammenlignet de fundne virksomhedsevalueringer med en søgning der ikke vil give nogle 
resultater, så ville alle blive slettet. Det burde jo så gøre at der slet ingen resultater blev fundet, men dette 
var ikke tilfældet. Dette skyldes at vi uanset hvad tvang søgningen til at køre videre for hver kategori 
selvom der ikke var fundet nogle virksomhedsevalueringer. På denne måde havde vi altså ikke nogen 
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virksomhedsevalueringer at sammenligne med når der blev fundet nye virksomhedsevalueringer, hvilket 
gør at søgningen giver et forkert resultat.  
4.5 Erfaringer om Udvikling & Test 
Før vi begyndte på case-studiet var vi klar over at der lå en læringskurve for hvordan funktionalitet 
skal udvikles og en læringskurve for hvor meget der kan udvikles gennem de enkelte sprint. Disse 
læringskurver er afhængige af den enkelte udvikler, men kan også påvirkes af andre omstændigheder. Vi 
lærte at kommunikation er afgørende for hvordan og hvor meget der kan udvikles gennem et sprint. Dette 
blev klart efter vi kom gennem de første sprints fordi der undervejs var manglende viden der gjorde at 
tidligere arbejde blev irrelevant. Et eksempel i vores case-studie er udviklingen af konfigurationen for 
kategorier og tilhørende variable. I denne situation var vi af den opfattelse at de ville skrive data ind mens 
de var ved deres kunder fordi det gjorde de med deres Excel dokumenter. Softwaren fungeret efter 
hensigten men blev senere smidt væk fordi det var bygget ud fra et perspektiv at der ville være en 
database på nettet hvori alt data ville blive gemt, hvilket ikke blev til noget. Den manglende viden kom af 
at der ikke blev lagt en klar forskel mellem at have indtastning af data og fremvisning af data som to 
adskilte dele. I henhold til Scrum kan man sige at Scrum teamet må tage beslutninger for det der skal 
udvikles hvis andet ikke er skrevet ind i brugshistorierne, men samtidig kan man argumentere for at en 
forkert opfattelse om hvordan éns kunde vil bruge it-løsningen ikke er holdbart. I retrospektiv for det 
indledende sprint fik vi ikke kommunikeret på en måde der gjorde det klart at it-løsningen havde en del 
der kun skulle være ude ved kunden og en anden del der blev arbejdet med i deres egne lokaler. Dette 
kan skyldes både at vi havde misforstået det der blev kommunikeret såvel som det kan være Whitebox 
der ikke fik specificeret dette korrekt. Den relevante erfaring at tage med for denne situation er at alle 
parter skal sørge for den viden der bliver delt gennem kommunikationen er så klar og tydelig at der ikke 
kan forekomme tvivl. Hvis der opstår tvivl skal det være muligt at kommunikere med hinanden således 
tvivlen bliver løst.  
Manuelle tests  
Det vi kalder manuelle tests i dette projekt dækker over at vi enten for os selv eller med hinanden 
(par programmering) har udformet et testscenarie, hvor vi har et forventet resultatet og der 
sammenlignes med hvad testen resulteret i. Med par programmering har vi ikke dokumenteret 
testscenarierne eller resultaterne, da tests har fokuseret på at finde så mange fejl som muligt og rette 
koden til således fejlene bliver håndteret ordentligt. Når vi selv har lavet manuelle tests har det typisk 
forgået således at vi enten testet ny udviklet kode undervejs eller prøvet flere testscenarier for at tjekke 
en hvordan flere af delene i koden har arbejdet sammen. Tests der har resulteret i en fejl vi ikke havde 
forventet, har ofte resulteret i at vi gennem rettelser af koden har fundet og rettet andre potentielle fejl. 
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 Erfaring 
Black-box Via vores manuelle tests fokuseret vi ofte på gennemgang af it-løsningen set fra en brugers 
perspektiv. Vi gennemgik brugergrænsefladen ved at basere testscenarier på kravene for 
funktionaliteten, både i forhold til hvad der skulle skrives ind og udlede hvad der dermed 
ikke burde skrives ind. F.eks. skal kvartalet kun bestå af enten 1, 2, 3 eller 4, der 
repræsentere de fire kvartaler man har på et år. Dette betød vi testet om de fire værdier var 
valide, om det er muligt at indtaste 0, 5 eller tekst. Det som ikke blev udledt af kravene til 
funktionaliteten er f.eks. at virksomhedsevalueringer kun skrives ind efter Whitebox har den 
data de skal bruge. Dette betyder at når der indtastes årstal og kvartal bør det ikke være 
muligt at komme til at skrive virksomhedsevalueringen ind som noget der skal ske i 
fremtiden. Ved så at indtaste værdier der lå i fremtiden har vi fundet og rettet denne fejl, 
hvilket har gjort it-løsningen bedre. Det at vi testet manuelt gjorde at vi hurtigt fik prøvet at 
fremprovokere flere kombinationer af fejl, hvilket resulteret i at vi fandt flere fejl i it-
løsningen. F.eks. testet vi en kombination af fejl med kvartal og årstal, men dernæst 
forsøgte at indtaste valide værdier. Dette resulteret i en fejl fordi måden vi håndteret fejl 
sad fast i den sidste nye fejl der var lavet, hvilket betød man ikke kunne gemme sin indtastet 
værdier.  
White-box White-box tests har ikke været anvendt med de metoder der er beskrevet via teorien. Vi har 
anvendt paradigmet at teste den interne kode, hvilket typisk har været fokuseret på at 
manuelt gennemgå logik eller strukturen af koden i form af hvilke objekter der skal have et 
specifikt ansvar. Gennemgang af logik er eksemplificeret i sprint 3 og 4 af tests, hvor vi 
tidligere i sprint 1, 2 og 3 forklare hvordan koden ændre struktur i form af at ansvaret 
tildeles specifikke klasser.  
Vi har også udført tests via sprint review møderne. Disse tests har haft til formål at belyse hvordan de 
vil have funktionaliteten af it-løsningen skal fungere. Det software vi køre for dem skal skabe diskussion 
om både hvordan den udviklede software skal fungere, men også hvordan fremtidig funktionalitet skal 
fungere. Dette fungerer ikke ligesom at have test af scenarier, men nærmere at køre brugshistorierne 
igennem via det software der er blevet udviklet i det enkelte sprint.  
Automatisk tests  
Automatiseret tests har i dette projekt været anvendt i situationer hvor vi forventet at der i fremtiden 
vil blive rettet i koden. Automatiseret tests ville gøre det nemt at tjekke om koden og funktionaliteten 
stadig fungeret, således at de automatiseret tests fungeret som regresionstets. For at lave automatiseret 
tests anvendte vi JUnit da det gav os mulighed for at få overblik over hvad resultatet af testsne blev. Vi 
havde desværre ikke tid til at undersøge og lære den store mængde af funktionalitet der ligger i JUnit 
frameworket, men vi har brugt den basale funktionalitet til at opnå det formål vi havde med automatiseret 
tests. Automatiseret tests kan findes i bilag M.4 og M.7.  
 Erfaring 
Black-box Vi begyndte at eksperimentere med automatiseret black-box tests i slutningen af sprint 2. 
Via sprint review møde for sprint 2 blev vi klar over at der snart skulle laves noget 
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funktionalitet der fokuseret på at kunne ændre indtastet virksomhedsevalueringer og 
procesmålinger. Dette gjorde at vi fokuseret mere på at automatisere vores tidligere black-
box testscenarier, da vi forventet at bruge den samme funktionalitet for at indskrive data til 
at redigere og slette det igen. Ved at lave automatiseret tests ville vi ikke have brug for at 
gennemgå testscenarier igen og igen manuelt, men i stedet kunne køre testscenarierne 
hurtigt når der blev lavet ændringer i den oprindelige kode.  
White-box Vi har ikke haft tid til at lave automatiseret tests med fokus på white-box tests.  
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5 Analyse - Case vs. Litteraturreview 
I dette analyse-afsnit ser vi på hvad vi har erfaret gennem vores nu afsluttede case-studie, dels i 
relation til vores problemformulerings-spørgsmål, dels i forhold til hvad vores litteratur-review siger om 
processen. Vi opdeler analysen i en analyse af rollerne, aktiviteterne, artefakterne i Scrum, og endelig en 
analyse i relation til test. 
5.1 Roller 
Scrum Master  
Vi har valgt at dele analysen af Scrum Master rollen op i tre dele, baseret på vores litteratur-review. 
Analysen fremgår af nedenstående tabel. 
Teori 
 
 
 
 
 
Viden 
fra 
Scrum masteren har 
ansvar for at 
implementere og 
forklare Scrum til teamet 
og virksomheden  
Scrum masteren har ansvar for at 
hjælpe med at løse ufor-udsete 
problemer og sikre at Scrum team-
et arbejder optimalt 
Scrum masteren skal skaffe de 
nødvendige ressourcer for at 
Scrum teamet kan komme videre 
Case-
studie 
Vores erfaring er, at i et 
team med kun to 
personer, gav det ikke 
mening at lægge dette 
ansvar på én persons 
skuldre; så vi 
samarbejdede om dette 
ansvar. 
Vores erfaring i Scrum teamet er, at 
hvis en af os støder ind i uforudsete 
problemer, så tager vi disse 
problemer op i fællesskab, og 
prøver sammen at komme frem til 
en løsning. Hvis problemet kræver 
at en af os bruger tid på at 
undersøge problemet bliver vi i 
fællesskab enige om hvem der 
tager sig af problemet. 
Vores erfaring er, at denne rolle 
bedst fungerede som et fælles 
ansvar. I et enkelt tilfælde, nemlig 
om ”hvilken server Whitebox 
havde adgang til via deres 
hjemmeside- udbyder”, som vi ikke 
behøvede svar på umiddelbart, så 
blev det glemt da der ikke var én af 
os der tog ansvaret for dette. 
Fra tabellen er det klart at se at vi i vores projekt har erfaret at vi sagtens i fællesskab kunne påtage 
os ansvaret som ellers vil falde på Scrum masteren. I forhold til at skulle implementere og forklare Scrum 
til virksomheden og løse uforudsete problemer har vi klaret disse opgaver uden at bruge en Scrum master. 
Dette står i kontrast til litteratur-reviewet, hvor forskellige artikler har beskrevet hvad problemerne der 
kan opstå er hvis man ikke har en Scrum master til at styre disse aspekter af Scrum. En del af grunden til 
dette har virket i vores Scrum team, er muligvis baseret på at vi har arbejdet sammen flere gange før og 
derfor er klar over at den måde vi arbejder bedst på, og derfor har vi ikke i samme grad haft brug for en 
Scrum master. Når det er sagt må vi så også indrømme at vi godt kan se at opgaven med at sikre at Scrum 
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teamet har de ressourcer der er nødvendig, er faldet lidt igennem i vores projekt. Der har været tilfælde 
hvor vi har haft brug for oplysninger omkring hvilke muligheder vi havde for at bruge den samme server, 
som Whitebox bruger til deres hjemmeside til vores arbejde som eksempel. Vores analyse udmunder i, at 
vi gennem vores Scrum projekt har kunne undvære en Scrum master og stadig endt ud med at få et godt 
resultat, men hvis vi havde uddelegeret Scrum masterens ansvar med at skulle skaffe de nødvendige 
ressourcer kunne vi muligvis havde opnået et bedre resultat. 
Produktejer  
Produktejerens rolle indeholder overordnet to vigtige opgaver, som er at prioritere Scrum projektets 
backlog så der hver sprint bliver arbejdet, med de vigtigste opgaver. Det andet formål produktejeren har, 
er at være binde ledet mellem virksomheden og Scrum teamet, og sikre sammen med Scrum masteren at 
alle nye forslag til brugshistorier eller funktioner til eksisterende brugshistorier bliver kommunikeret til 
produktejeren i stedet for direkte til Scrum teamet. Vi vil opstille vores brug af produktejer op i mod hvad 
vores litteratur og litteratur-review siger om rollen. 
Teori 
 
 
 
 
 
Viden 
fra 
Produktejeren skal være bindeledet mellem Scrum 
teamet og virksomheden, og sikre at der ikke er folk fra 
virksomheden som går direkte til Scrum teamet med nye 
brugshistorier eller forbedringer til eksisterende.  
  
 
Produktejeren har ansvar for at 
prioritere Scrum backloggen så det er 
de vigtigste brugshistorier der bliver 
arbejdet med i hvert sprint. 
Case-
studie 
VI havde på intet tidspunkt problemer med at folk fra 
virksomheden, forstyrrede vores sprints, ved at prøve at 
tilføje nye brugshistorier undervejs  i en sprint, eller af 
anden grund forstyrrede Scrum teamet undervejs i en 
sprint. En del af grunden til dette er, at produktejerne også 
er en del af dem som skal bruge det produkt vi udviklet til 
dem, og der var derfor ikke forskel mellem hvordan 
produktejeren forstillede sig produktet skulle fungere, og 
hvordan mulige bruger af produktet mente det skulle 
fungere. Den anden grund til vi ikke havde dette problem 
var fordi vi i vores projekt havde to produktejere, svarende 
til at den it-løsning vi udviklede til dem indeholdt to 
forskellige aspekter. Et til at indskrive data fra målinger, 
lavet i en virksomhed og et til at kunne visualisere 
virksomhedens og andre virksomheders resultater.  
Vi har i vores Scrum projekt oplevet 
hvordan produktejerne gennem Scrum 
projektet, er blevet bedre og bedre til at 
prioritere brugshistorier. I den 
indledende sprint var det nødvendigt at 
lære produktejerne hvordan man 
prioriteret en backlog og dette forløb er 
beskrevet i indledende sprint. Allerede i 
det indledende sprint havde vi to 
produktejer hvilket efter vores 
overbevisning har været en fordel. Da de 
brugte hinanden til at diskutere de 
forskellige brugshistorier igennem, men 
det var også klart at hvis de handlede om 
at indskrive data fra målinger fortaget i 
virksomheder, var det Jørn der i sidste 
ende bestemte, mens opgaver som 
omhandlede visualisering af data, eller 
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andre dele af produktet, som 
omhandlede, at fremvise data fra test 
lavet på en specifik virksomhed, eller 
fremvise tal over gennemsnit til 
potentielle kunder, var det Per der 
bestemte i sidste ende. Denne brug af at 
have to Projekt ejer gjorder også at 
opgaver, som havde betydning for hele 
systemet, kunne diskuteres samlet. Alt i 
alt må det siges at Jørn og Per i 
fællesskab har udført denne opgave 
uden prolemer. 
Vores litteratur-review fandt, at der var meget lidt beskrevet omkring rollen som Produktejer for et 
Scrum team. Vi har altså ikke nogen artikler at stå på skulderne af, i forhold til at skulle analysere vores 
data om produktejer. Dette betyder dog ikke at vores data ikke er relevant, specielt fordi at vi i vores 
projekt har oplevet både at have en og to Produktejere i et sprint. I slutningen af sprint 1 og starten af 
sprint 2 havde vi kun Per som produktejer, da Jørn ikke havde mulighed for at deltage. Når vi kigger tilbage 
på starten af sprint 3, så var der en masse smårettelser i forhold til at skulle indskrive data, som Per ikke 
havde været opmærksom på, og det var derfor først i sprint 3 hvor Jørn igen deltog at disse små fejl blev 
rettet. Vi kunne i stedet for at have to produktejere, havde udvalgt en af de to (Jørn eller Per) til at være 
produktejer, og brugt den anden som en ekspert i forhold til udvikling af den specifikke del af produktet. 
Vi mener dog at det samarbejde der opstod under planlægning mellem af den næste sprint mellem Per 
og Jørn var med til at gøre udvælgelsen bedre end den ellers ville havde været. Alt i alt mener vi, at under 
omstændigheder hvor begge parter har lige meget magt, begge har interesse i produktet der skal udvikles 
og projektet, vil kræve begges ekspertise kan det være en fordel at lade dem begge to være produktejere.       
Scrum team 
Ingen af de to Scrum bøger vi brugte til at undersøge rollerne der er inkluderet i et Scrum team 
beskriver hvilke roller der burde være internt i et Scrum team. De taler om et team af ligemænd ”Peers”.  
I gennem vores case-studie har vi flere gange oplevet at vi godt kunne have brugt at have en ekspert 
inden for forskellige områder med i teamet. Dette er specielt sandt i forhold til at skulle teste vores kode 
internt i teamet. Selvom vi begge har arbejdet med at teste it-løsninger før, har vi aldrig prøvet at gøre 
det i sprint som i dette. Selvom vi ikke har haft nogen til at hjælpe os med at teste vores it-løsning på en 
acceptable måde er det lykkes os at få udviklet et it-værktøj, som virksomheden tog i brug, i slutningen af 
vores sidste sprint. Vi mener efter at have gennemgået vores egen data at beskrivelsen fra (Cockburn & 
Highsmith, 2001) er blevet fuldt i vores projekt, og dette er grunden til, at selvom vi for det meste ikke 
har haft adgang til eksperter, har vi stadig fået lavet et brugbart projekt. 
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Ud fra vores case-analyse, vil vi nu besvare vores første arbejdsspørgsmål om hvordan Scrums roller 
fungere i et to-mands team og om dette stemmer overens med viden fra vores litteratur-review.   
A. Hvordan fungerer Scrums roller i et to-mands Scrum team? 
 
I forhold til Scrum master rollen, har vi oplevet at det er muligt at undvære en Scrum master, da man 
kan dele ansvaret mellem de to deltagere i Scrum teamet i stedet. Dette stemmer ikke overens med 
litteratur-reviewet, hvor mange af artiklerne lægger vægt at have en kompetent Scrum master.  
Når vi ser tilbage på vores case-studie er der nogle få tilfælde hvor vi kan se at vi manglede en Scrum 
master f.eks. er opgaven med at skaffe adgang til de nødvendige ressourcer (informationer) ikke blevet 
udført optimalt. Vores læring er derfor, at meget af Scrum masterens rolle kan uddelegeres i et to-
mands Scrum team, men det er stadig vigtigt at sikre alt ansvar som normalt ligger hos Scrum masteren 
er uddelegeret så ansvaret klart ligger hos én 
I forhold til produktejer rollen har vi i vores Scrum projekt ikke oplevet nogen forskelle mellem hvordan 
Scrum teorien beskriver denne rolle og hvordan vi har brugt denne rolle, med undtagelse af antallet af 
produktejere vi har haft. Vi har i vores Scrum projekt haft to produktejere frem for en, hvilket vi ,efter at 
have prøvet at have en produktejer fra slutningen af sprint 1 frem til sprint review i sprint 2, mener har 
forbedret produktet. Begrundelsen for dette, er at den it-løsning vi skal udvikle egentlig består af to 
dele; indskrivning af virksomheder og deres CMMI målinger, samt visualisering af eksisterende data i 
Whitebox CMMI model. Under omstændigheder hvor det produkt der skal udvikles har så forskellige 
fokus områder kan det betale sig at have to produktejere, hver med sit fokus. 
I forhold til Scrum- teamet har vi i vores to-mands team oplevet, at selv om der er roller som f.eks. en 
ekspert i at teste kode, som kunne have gjort det nemmere gennem hele Scrum projektet at få testet 
vores kode på den rigtige måde, så har vi godt kunne undvære denne specialistrolle. Efter at have 
afsluttet vores Scrum projekt må vi sige, at vi er meget enig med (Cockburn & Highsmith, 2001), om 
hvad der skal til for at et Scrum team kan fungere. Hvis du har et team som har et fælles fokus, stoler på 
og respekterer hinanden, har et godt samarbejde, kan tage beslutninger selvstændigt og kan håndtere 
uklarheder, så vil teamet kunne klare de fleste opgaver. Selvom disse krav til teamet er opfyldt, vil det 
ikke betyde noget hvis teamet ikke som minimum havde noget udviklings- og testerfaring, samt viden 
om hvordan man sikre konstant fremdrift i et agilt team.   
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5.2 Aktiviteter 
Aktiviteter er en af de steder hvor der er forskelle på hvor mange der er, alt efter hvilken Scrum 
beskrivelse du læser. Den formelle ide med at Scrum bestå af tre roller tre artefakter og tre aktiviteter, er 
aktiviteterne beskrevet sprint planlægnings møde, daglig Scrum møde og Scrum review. Disse aktiviteter 
omhandler hver i sære et par aktiviteter og vi har derfor brugt beskrivelsen af aktiviteter fra essential 
Scrum (Rubin, 2014) som opdeler i 5 aktiviteter; Sprint planlægningsmøde, Daglig Scrum møde, sprint 
udførselsmøde, Sprint review, sprint retrospektive og produkt backlog soignering. I nedenstående tabel 
diskuterer vi vores case-erfaringer 
Aktiviteter Case-studie 
Produkt 
backlog 
soignering 
I vores case-studie har dette været en vigtig aktivitet, og vi mener ikke at vi på 
nogen måde kunne havde undværet dette, men vi mener, at ved at kombinere 
produkt backlog soignering med sprint review og sprint planlægning, har vi fået et 
langt bedre møde ud af det. 
Sprint 
Planlægning 
I det indledende sprint havde vi svært ved at bruge denne aktivitet som beregnet, 
siden vi indledende ikke kunne sige hvor meget tid eller point det vil tage at udvikle 
de enkelte brugshistorier. Dette ændrede sig undervejs i Scrum projektet, og jo 
længere vi nået hænd i Scrum forløbet desto bedre blev vil til at planlægge vores 
sprints. 
Sprint 
udførsel 
Selvom vi brugte tid på at planlægge sprint udførelse, blev denne aktivitet ikke 
brugt konstant igennem vores sprint. Vi brugte kun denne aktivitet i sammenhæng 
med det daglige Scrum møde vi holdte og indledende i hver sprint til at udformer 
sprint backlog og få del opgaverne fra sprint backlog overført til vores Scrum Board. 
Daglig 
Scrum 
Igennem vores projekt har vi ikke holdt daglige Scrum møder. Begrundelsen for 
dette, var at vi holdt hinanden opdateret via Skype eller andre 
kommunikationsværktøjer i løbet af dagen og det var derfor ikke hver at tvinge os 
selv til at holde et dagligt Scrum møde hver dag. Vi holdt dog stadig daglig Scrum 
møder, men der gik ofte mellem 2-4 dage mellem hver Scrum møde da vi kun holdt 
disse møder når vi skulle bestemme ny opgaver fra sprint backloggen som vi hver i 
sær skulle arbejde med. 
Sprint 
review 
Denne aktivitet er blevet brugt til præcis hvad det er beregnet til. Men siden vi ikke 
til daglig sidder hos Whitebox, giver det mening i forlængelse af sprint review 
mødet at holde vores  produkt backlog soignering møde. På denne måde sikre vi, at 
de problemer eller forbedringer der bliver taget op på sprint review mødet er friske 
i ens hukommelse, og det er derfor nemmere at få lavet tilføjelser og prioritering af 
brugshistorier. 
Sprint 
retrospektiv 
Denne aktivitet er ikke blevet brugt som et møde i vores case-studie. Grunden til 
dette er, at vi normalt taler om hvad vi syndes er gået godt eller dårligt undervejs i 
de enkelte sprints og vi har derfor overset at bruge dette møde, siden vi ikke syndes 
vi manglede det. 
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Som det kan ses i tabellen er der meget lidt beskrivelse af de forskellige aktiviteter i litteratur-
reviewet, hvilket enten kan være fordi disse aktiviteter ikke er blevet brugt. Det kan være fordi der ikke 
er nogle interessante erfaringer omkring aktiviteten, eller det kan være fordi specifikke aktiviteter ikke 
har været en del af forfatternes undersøgelse. Udover fokus på det daglige Scrum møde, er der i 
(Srinivasan & Kristina, 2009) beskrevet hvordan de havde generelle problemer med at bruge Scrum, fordi 
der blev brugt mere tid på diskutere hvordan processen virker frem for at bruge den. Der er dog 
overordnet enighed om at de forskellige aktiviteter er retningslinjer, som kan bruges til at sikre, at man 
undervejs i det enkelte sprint konstant er opdateret på hvad der arbejdes på i Scrum teamet, og husker 
at analysere hvordan det enkelte sprint har virket. Samtidig er der også overordnet enighed om at disse 
aktiviteter ikke skal hindre teamet i at arbejde bedst muligt, og det kan derfor være ok ikke at bruge nogle 
af aktiviteterne. 
Med denne analyse på plads kan vi nu besvare det andet arbejdsspørgsmål: 
B. Hvordan fungerer Scrums aktiviteter i et to-mands Scrum team? 
 
Vores erfaringer med Scrums aktiviteter er, at vi har brugt alle aktiviteterne med undtagelse af sprint 
retrospektiv i vores to-mands Scrum team. Igennem vores Scrum projekt har vi brugt næsten alle 
aktiviteter, som de er beskrevet i Scrum litteraturen, med nogle få undtagelser. I stedet for at have 
individuelle møder til sprint review og produkt backlog soignering lagde vi disse møder i forlængelse af 
hinanden da det gav mulighed for, at få overført nye brugshistorier til Scrum backloggen med det samme. 
Der ud over er den anden forskel mellem vores to-mands Scrum team og teorien, at vi ikke gjorde brug af 
det daglige Scrum møde eller sprint udførelsesmøde dagligt, da vi indså at vi normalt informerede 
hinanden om hvad vi havde nået løbende igennem dagen. Valget med ikke at have behov for at holde 
daglige Scrum møder stemmer også over ens med at vores litteratur-review overordnet siger at man skal 
tilpasse Scrum til teamet, ogikke den anden vej rundt. En af artiklerne beskriver rent faktisk at det kun var 
de folk der havde brug for det, som deltog daglige Scrum møde.  
5.3 Artefakterne 
I Scrum er der tre gennemgående artefakter. Det er Produkt backlog, sprint backlog og Burndown 
charts. I vores litteratur-review har vi omtalt hvordan Burndown charts er blevet brugt i undersøgte 
artikler hvor i mod Burndown charts ikke er blevet brugt i vores case-studie. derfor vil vi i tabellen 
herunder beskrive hvordan de forskellige artefakter har blevet brugt i vores case-studie, og analysere 
dette op mod litteratur-reviewet. 
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 Artefakter i case-studiet Analyse af artefakter 
Produkt 
backlog 
Produkt backlog er gennem vores case-
studie brugt præcis som i teorien og med 
undtagelse af hvornår vi tilføjer nye 
brugshistorier og giver dem en score, er 
der ikke meget specielt og tale om fra 
vores case-studie 
Efter at have erfaret hvordan det er at bruge 
Produkt backlog i vores eget case-studie, er det 
blevet langt mere forståeligt at litteraturen ikke 
taler om det. Grunden til dette er at produkt 
backlog er så generel en del af ideen med Scrum at 
den ikke kan undværes. Selvom det er muligt at 
ændre de forskellige aspekter af Scrum så de passer 
ens team, vil der altid være brug for et artefakt som 
indeholder en prioriteret liste over hvad Scrum 
teamet skal arbejde på. Vi er derfor kommet frem 
til at der ikke er nogen ændringer i forhold til dette 
artefakt lige meget størrelsen på teamet, hvilket 
også kan begrunde hvorfor ingen af artiklerne 
omtaler dette artefakt.  
Sprint 
backlog 
I vores case-studie har vi ikke brugt sprint 
backlog som beskrevet i (Rubin, 2014). I 
stedet har vi brugt Scrum Board, som 
beskrevet i (Pries-Heje & Pries-Heje, 2012) 
adopteret til vores team.Grunden til dette 
valg var, at vi syntes det var et bedre 
værktøj at bruge i vores to personers 
Scrum team. 
Igen beskriver litteraturen ikke rigtigt hvordan dette 
artefakt bør bruges men (Cockburn & Highsmith, 
2001) beskriver i deres artikel at de mener 
menneskerne i det agile team er vigtigere end 
artefakterne og (Babb, et al., 2014) har også i deres 
undersøgelse af XP oplevet at der var forskellige 
teknikker tilknyttet XP som firmaet helt undlod at 
bruge. Alt i alt er både litteratur-reviewet og vores 
case-studies resultat at man skal bruge artefakter så 
de passer ind i teamet, og ikke den anden vej rundt. 
Burndown 
charts 
I vores case-studie, har vi ikke brugt 
burndown charts. 
I vores litteratur-review er der to artikler som taler 
om Burndown charts. Begge lægger vælgt på at 
dette diagram er godt til at holde styr på hvor langt 
man er nået i et sprint. Det havde vi ikke problemer 
med at følge i vores to-mands team. 
I tabellen oven over har vi analyseret de forskellige artefakter og kommet frem til hvordan vi syndes 
vores brug af artefakterne stemmer overens med vores litteratur. Vi er dog enige om, at der fra litteratur 
reviewet er et citat der meget klart beskriver vores erfaringer og hvad litteratur-reviewet siger samlet og 
dette citat er: ”people trumph process”. Dette meget enkle citat opsumerer meget godt vores erfaringer 
i forhold til både roller, aktiviteter og artefakter hvilket er at selvom Scrum er en metode hvor ideen er at 
bruge de forskellige roller, aktiviteter og artefakter, er det langt vigtigere at disse roller, aktiviteter og 
artefakter passer til teamet. Hvis nogle af disse ideer fra Scrum ikke passer til teamet, er det vigtigere at 
Pries-Heje & Olsen 
 
 
S i d e  117 | 471 
 
 
tilpasse disse ideer så de passer til teamet, end at prøve at tvinge sig selv til at bruge dem. Med denne 
analyse kan vi nu svare på det tredje arbejds-spørgsmål:  
C. Hvordan fungerer Scrums artefakter i et to-mands Scrum team? 
I vores Scrum team, har vi helt naturligt gjort brug af produkt backlog, og vi har også brugt sprint 
backlog, og der til et andet artefakt kaldet Scrum Board. Et Scrum projekt hvor der ikke indgår en produkt 
backlog er som en høne uden hoved (metaforisk). Det er derfor ikke nogen overraskelse at vi har brugt 
dette artefakt i vores Scrum projekt. Det samme gælder til dels for sprint backlog hvor vi har valgt 
indledende at indskrive brugshistorierne for hver sprint i vores sprint backlog, men der efter overfører vi 
brugs historierne og opdelingen af opgaver til Scrum Board i stedet. Grunden til at vi har valgt at prioriterer 
Scrum Board, frem for at bruge udelukkende sprint backlog, er fordi ideen med at have opgaver opdelt 
indenfor de fire stadier (to do, doing, done, done done) er at den hurtigt giver os et overblik over hvordan 
det ser i forhold til opgaver, i vores sprint. De sidste artefakt der normalt bruges i Scrum teams er 
Burndown charts som giver et overblik over hvordan det går med at få udført opgaver over tid og kan 
blive brugt til at estimere hvor lang tid det vil tage før man er færdig med opgaverne i den nuværende 
sprint. Vi har valgt ikke at bruge denne aktivitet da vi ikke mener dette artefakt vil forbedre vores Scrum 
projekt. De få artikler fra litteratur-reviewet som taler, om om Burndown charts, forklarer da også at dette 
artefakt kun er hver at bruge hvis man har en Scrum master, produktejer eller lignende der kan bruge 
Burndown charts til at forbedre teamets effektivitet.   
5.4 Udvikling & Test 
Den generelle forståelse af test og udvikling vi har fået via vores case-studie og det litteratur-review 
vi har udført, udleder de følgende pointer. 
 Tid: Ved agil udvikling har man en tidsbegrænsning der er anerledes i forhold til ikke agile 
projekter. Det foregår typisk i iterationer hvor der for hver iteration bør være en ny version af 
produktet eller en ny udgivelse. 
 Team: Et team der arbejder agilt har typisk et intenst forløb med udvikling og test af software. 
Der kan sågar være flere teams, hvor nogen udvikler og andre tester. 
 Erfaring: Personernes erfaring med udvikling og tests kan være varierende og det at kunne 
samarbejde er kritisk for at kunne supplere hinanden i et team med den erfaring man har. 
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Disse pointer påvirker hinanden, hvorfor vi her vil fokusere på hvordan de tilsammen influerer 
kvaliteten af det software der udvikles.  
 Case-studie Litteratur-review 
Automatiseret 
´Tests 
Gennem vores case-studie anvendte vi 
automatiseret tests til at (1) skabe overblik 
over vores testscenarier og (2) fremadrettet 
kunne teste at softwaren fungerer efter 
hensigten, når har været ændringer eller 
tilføjelser til softwaren. Vi fik skabt det 
overblik vi havde brug for med disse test, 
men dette overblik kunne være opnået ved 
blot at skrive dem ned på papir. Vi burde 
havde startet på automatiseret tests før fordi 
vi vidste at softwaren ville blive ændret 
undervejs i nye sprint, men da vi ikke havde 
nok tid som et to-mands team i forhold til de 
opgaver vi havde for sprintet, var det 
urealistisk at begynde på automatiseret test i 
de første sprints.  
Grunden til man laver automatiseret tests er 
for at have en kvalitetssikring af softwaren, og 
for at gøre det nemt at gentage test. I agile 
projekter videreudvikles software i form af 
ændringer og tilføjelser til den eksisterende 
software. De automatiserede tests gør det 
muligt at lave disse ændringer og tilføjelser og 
samtidig sikre, via tests, at funktionaliteten af 
softwaren ikke er ødelagt, og derved sikre 
kvaliteten. Når disse ændringer eller tilføjelser 
sker skal der også laves testscenarier for det i 
de automatiseret tests. Af denne grund er det 
vigtigt at komme i gang med at udvikle 
automatiseret tests hurtigst muligt.  
Manuelle 
Tests 
Manuel test har vi anvendt til at udforme 
vores testscenarier baseret på karv og 
brugerhistorier. Udførelsen har været gjort 
alene og via par programmering. Alene har 
typisk fokuseret på om kravene for 
brugshistorien er overholdt, hvor par 
programmering har haft efter bredere 
perspektiv i form af black-box og white-box 
test. De manuelle test har øget software 
kvaliteten, hvor automatisk tests har sørget 
for at kvaliteten sikres fremadrettet.  
Manuelle test højner kvaliteten af software, 
men kun i det omfang at softwaren ikke vil 
ændres i fremtidige iterationer. 
Generelle 
pointer 
At bruge black-box og white-box teknikker 
præcist som den formelle beskrivelse diktere 
vil give den bedst mulige kvalitetssikring. 
Derimod er det nødvendigt at relatere hvor 
god kvaliteten for hver test er i forhold til 
hvor meget testning der kan laves. Dette er 
specielt relevant når der er tale om en agil 
udviklingsproces fordi man er begrænset ved 
at skulle udvikle noget funktionalitet i en 
relativ kort periode. 
 
Udvikleren kan ikke fratage sig ansvaret for at 
teste sin kode selvom der er dedikeret 
testere. Test som udviklere gør er typisk mere 
fokuseret på om det er muligt at udføre det 
der er kravet i funktionaliteten, hvor 
dedikeret testere anvender et bredere 
perspektiv for testscenarier. 
Test teknikker har en formel beskrivelse af 
hvad den enkelte teknik fokusere på og 
hvordan den udføres. I agile teams er det 
sjælendt muligt at udføre teknikkerne præcist 
som den formelle beskrivelse diktere, fordi 
formålet med iterationer er at udvikle noget 
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hurtigt og deri er der en tidsbegrænsning. 
Denne begrænsning dækker også over test, 
hvor det så er nødvendigt at adaptere test 
teknikkerne til det formål som skal opfyldes i 
det agile projekt. 
Det er blevet klart at i agil udvikling har man undervejs i projektet fokus på at skabe den bedst mulige 
softwarekvalitet. Da agil udvikling er iterativ giver det mulighed for at gå tilbage til software fra tidligere 
iterationer og udføre yderligere kvalitetssikring. Dette er typisk tilfældet fordi man i starten af et projekt 
skal få teamet og dens erfaring til at udvikle en udvalgt mængde af funktionalitet inden for en relativ kort 
tidsbegrænsning i forhold til ikke agile projekter. Grunden til man kan lave yderligere kvalitetssikring via 
senere iterationer skyldes at man på dette tidspunkt har en bedre forståelse for softwaren og 
funktionaliteten. Der er selvfølgelig nødt til at være tests af softwaren således man kan verificere at den 
funktionalitet som kravene eller brugshistorierne foreskriver er opfyldt. Disse tests har fokus på 
minimumskrav, hvilket indebærer tjek af valide og ikke valide værdi/grænser i form af manuelle tests. 
Hvorimod kvalitetssikring undervejs indebære en automatisering af tests. Dette skyldes at man undervejs 
kan gå tilbage og anvende og dermed ændre tidligere kode, hvor det vil være relevant at kunne automatisk 
teste de tidligere testscenarier.  Den automatiserede test kan tage længere tid at udvikle, men 
automatiseret tests gør det muligt at tjekke hurtigere om de ændringer eller tilføjeler der er lavet har 
ødelagt tidligere funktionalitet. Vi kan nu svare på det fjere arbejds-spørgsmål: 
D. Hvad er forskellen på udvikling og test i et to-mands Scrum team i forhold til et større 5 til 8 personers 
Scrum team? 
I et Scrum team bestående af to personer er det begrænset hvor stor en it-løsning der kan laves, 
hvilket selvfølgelig er relativt i forhold til perioden hvor hele projektet køres. Gennem vores case-studie 
fandt vi det næsten umuligt at kunne nå automatiseret tests fordi der var en del der skulle udvikles. Det 
er svært at argumentere for at vi påtog os for mange eller store opgaver, da det der skulle udvikles ikke 
kunne opdeles i mindre opgaver. Derimod kunne der argumenteres for at vi ikke har haft erfaring med at 
udvikle automatiseret tests samtidig med at udvikle funktionaliteten. Dette har ført til at vi lavet manuelle 
tests, hvilket kan være en repeterende proces især når koden ændres eller der forekommer tilføjelser. På 
samme måde kan erfaring med udvikling af automatiseret tests være en mangel vare for større teams, 
men i større teams vil der samtidig være flere der kan udvikle funktionaliteten. Dermed har større Scrum 
teams en bedre chance for at kunne dedikere tid til udvikling af automatiseret test, samt større mulighed 
for at inkludere dedikeret roller i Scrum teamet. 
Vi kan nu, med denne analyse svare på to yderligere arbejds-spørgsmål:  
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E. Hvordan påvirker test funktionaliteten i relation til agil udvikling? 
Test har som udgangspunkt til formål at finde fejl. Jo flere fejl der bliver fundet jo større er muligheden 
for at funktionaliteten kan blive bedre. Derimod er der forskel på hvordan tilgangen til test vil påvirke 
funktionaliteten. Automatiseret test vil gøre det muligt at køre testscenarier igennem hurtigt, hvilket 
påvirker funktionaltieten fremadrettet hvis der f.eks. ændres i tidligere software eller laves tilføjelser til 
den ekstirerende software. Black-box test er en metodisk tilgang hvor der er fokus på at teste set ud fra 
en brugers perpsketiv der ikke har forstand på den interne kode. White-box test er en tilgang hvor der er 
fokus på den interne kode, men kan også påvirke funktionaliteten. F.eks. havde vi et problem med vores 
søgningsfunktionalitete i sprint 4. Der var en fejl i kodens logik, hvor vi var nødt til at teste logikken for at 
finde og dermed kunne rette fejlen, men samtidig også kunne garentere at andre fejl ikke vil forekomme 
igen. 
F. Hvordan allokerer man den nødvendige tid til test i et to-mands Scrum team? 
I vores case-studie har vi undervejs i udviklet testet for fejl, men derudoer har vi kun brugt den sidste 
dag af sprintet til at manuelt black-box teste koden. På grund af manglende forståelse med hvordan man 
burde teste i agile teams begyndte vi først at udvikle automatiseret test af softwaren i sprint 2. Ud fra 
vores erfaringer vil vi mene at det er vigtigt i det første sprint at få klarlagt hvordan der skal testes og hvor 
meget tid det tager at teste. Da dette vil klargør hvor mange ressourcer der bør allokeres til test. 
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6 Konklusion 
Vi har nu gennem vores arbejde med en case, samt analyse og skrive-processen i forbindelse med 
denne rapport, undersøgt hvordan Scrums roller, aktiviteter og artefakter fungere i et to-mands Scrum 
team. Vi har endvidere undersøgt hvordan agil udvikling og test påvirker hinanden. Med den viden vi nu 
har, kan vi besvare vores problemformulering: 
Hvordan kan man bruge Scrum i små teams af to personer til at udvikle en it -løsning, og sikre via 
test at it-løsningen er klar til udgivelse?  
Det er muligt at bruge Scrum i et to-mands team nærmest som det er tiltænkt for normale størrelse 
Scrum teams. De steder hvor der er forskel er specielt med hensyn til rollefordelingen, da det i et to-
mands team er nødvendigt for deltagerne at påtage sig flere roller end i et normalt Scrum team. I forhold 
til artefakter har vi brugt produkt backlog, Sprint backlog og Scrum board. Den fjerde artefakt, burndown 
chart, var ikke relevant i så lille et team, idet det overblik som burndown kunne have givet, kunne opnås 
fuldt for os ved anvendelsen af Scrum board til at holde styr på opgaver der skulle laves. I vores litteratur 
review er det også pointeret at burndown charts kun er relevant hvis der er nogen i Scrum teamet eller 
produktejeren har erfaring med at bruge dem.  
Vi har erfaret at det under de rigtige omstændigheder er muligt at sætte nogle af aktiviteterne i 
forlængelse af hinanden, navnligt sprint review, backlog grooming og sprintplanlægning for næste sprint. 
Ved at samle disse aktiviteer i ét langt møde sikrer man at virksomhedens erfaringer med at afprøve it-
løsningen og ideer til nye brugshistorier er friske i deres hukommelse. Vi har også erfaret at i et to-mands 
team, med god kommunikation generelt, er det daglige Scrum møde ikke nødvendigt hver eneste dag. 
Dette stemmer også overens med flere af artiklerne fra vores litterur-review der beskriver at de har 
erfaret det ikke er nødvendigt at afholde det daglige Scrum møde hver dag.  
For at en it-løsning er klar til udgivelse skal den være af en vis kvalitet. I dette projekt har vi fokuseret 
på hvordan test i et to-mands Srcum team kan sikre at it-løsningen kan opnå kvalitet så den kan udgives, 
altså hvordan agil udvikling kan kombineres med tilstrækkelig test. Via vores case-studie har vi erfaret, at 
det er vigtigt allerede i det først sprint at få klargjort hvordan man får testet it-løsningen gennem Scrum 
projektet. Dette vil gøre det enklere, og sikre at man får sat den nødvendige tid af til test. Via vores erfaring 
og det vi har fundet ud af i litteratur-reviewet det er vigtigt at få udviklet automatiseret tests hurtigst 
muligt, da det giver mulighed for at afprøve om koden stadig virker efter ændringer af koden, hvilket fører 
til kvalitetsikring.  
Hvis vi f.eks. sammenligner et to-mands Scrum team med et fem-mands Scrum team, og antager de 
relativ lige store opgaver, så vil et større team have bedre mulighed for at bestå af flere typer relevante 
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eksperter. Hvis begge opgaver kræver eksperter inden for fire områder samt tests, så vil det større team 
have en fordel, hvorimod hvis der kun var brug for 2 typer eksperter ville der stadig kunne indkorporeres 
flere eksperter i det større team. 
7 Perspektivering 
Ud fra vores erfaringer mener vi det kunne være interessant at fokusere på hvordan det at have flere 
produktejere påvirker udviklingsprocessen, hvor it-løsningen omfatter forskellige arbejdsområder. I vores 
case-studie har vi haft to produktejere, hvor de hver var eksperter inden for forskellige områder for it-
løsningen. Dette har gjort at de tilsammen har udformet og prioriteret de brugerhistorier der skal på 
backloggen. 
Gennem vores case-studie har vi erfaret det er muligt at opdele Scrum masteren ansvar ud på 
deltagerne i et to-mands Scrum team, med undtagelse af at have ansvaret for at få de ressourcer man har 
behov for i Scrum teamet. Gennem vores litteratur-review lagde artiklerne vægt på at det er vigtigt at 
have en kvalificeret Scrum master. Det vil være interessant at gå videre med at undersøge hvordan rollers 
ansvar kan fordeles når der er tale om et to-mands Scrum team.  
Igennem vores case-studie har vi oplevet undervejs og blive mere erfaren med at bruge test i vores 
udvikling, men det blev også hurtigt klart for os at vores tidligere erfaringer med afsluttende at at lave 
blackboks og whiteboks test på vores it-løsning ikke virkede i Scrum. Selv efter at have undersøgt litteratur 
omkring hvordan forsker inden for feltet mener man bør teste i agile teams, er det ikke rigtigt udviklet 
teknikker som kan bruges til at teste i agile teams. Vi mener derfor at dette er et område hvor det vil være 
relevant at undersøge i fremtiden.   
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Bilag A - Generelt om Modenhedsmodeller & CMMI 
Denne del af rapporten omhandler modenhedsmodeller i form af hvad det er, hvad det bruges til samt 
hvordan Whitebox praktiserer modenhedsmodellen CMMI. Vi inddrager dette emne fordi samarbejdet 
med Whitebox omhandler udvikling af it-løsninger der skal fungere i relation til modenhedsmodellen 
CMMI. Dermed laver vi ikke nogen form for analyse i forhold til andre modenhedsmodeller end CMMI 
eller hvorvidt vi mener at CMMI er repræsentativ for det den prøver at klarlægge. Denne del af rapporten 
er kun nødvendig at læse hvis man ikke har kendskab til modenhedsmodeller generelt eller CMMI.   
En modenhedsmodel er et framework som benyttes til vurdering af en organisations processer i 
forbindelse med håndtering af projekter der fokusere på produkt og serviceudvikling. En 
modenhedsmodel anvendes som en kortlægning af en organisations kapacitet til at implementere 
strategier der styrker projekter. Resultatet af en modenhedsvurdering kan være forslag til hvordan en 
organisation forbedre deres arbejdsprocesser i projekter såsom, deres anvendelse af tidligere erfaringer, 
prioritering af arbejde, et fælles sprog og vision i organisationen mm. Derudover kan en organisation 
sammenlignes på kryds af andre organisationer via deres modenhedsniveau hvis det er den samme 
modenhedsmodel som er anvendt. Når en organisation sammenlignes med andre organisationer er det 
muligt for organisationen at få en forståelse af andre organisationers evne til at implementere strategier 
til at styrke udviklingsprocesser. Helt konkret består en modenhedsmodel af en række processer der 
individuelt vurderes i samarbejde med organisationen.  Dermed får organisationen en forståelse af hvilke 
styrker og svagheder de har inden for de områder som modenhedsmodellen omfatter, samt hvad der kan 
forbedres. Der findes forskellige modenhedsmodeller såsom CMMI, OPM3, eden, PRINCE2, hvor CMMI 
betragtes som en universel modenhedsmodel. Andre modeller f.eks. PRINCE2 og OPM3 er specialiseret 
på et konkret område, men er grundlæggende konstrueret ud fra principperne i CMM. For at blive 
vurderet via en modenhedsmodel skal organisationen, som ønsker at blive vurderet, tage fat i en 
konsulenter der er certificeret i den konkrete modenhedsmodel. Whitebox er en organisation som har 
konsulenter der er certificeret i bl.a. CMMI. I dette projekt har vi fokus på udvikling af it-løsninger som de 
kan bruge i deres arbejde med CMMI. I denne sammenhæng har vi fravalgt at analysere validiteten af 
modenhedsmodeller, da det ikke er relevant for projektet.   
CMMI, Capability Maturity Model Integration, er en model som vurdere en organisations kapacitet på 
discipliner i projekter inden for produkt og serviceudvikling. Igennem en vurdering med CMMI er der fokus 
på det arbejde som er nødvendigt i forhold til at bygge og vedligeholde den totale sum af produktet og 
udviklingen af produktet. CMMI repræsentere op til 22 processer, hvor hver proces dækker et specifikt 
område der skal vurderes.  
Pries-Heje & Olsen 
 
 
S i d e  126 | 471 
 
 
Staged og Continous er de to fremgangsmåder der er for anvende CMMI. En Staged repræsentation 
af CMMI vil indebærer at organisationen vil følge en systematisk og struktureret fremgangsmåde til 
forbedring, hvor Continous er mere fleksibel i form af der kan fokuseres på forbedringer i en mindre del 
af et procesområde eller af flere områder i forskellige tempoer. Forskellen mellem disse to 
fremgangsmåder er at man som organisation kan vælge at fokusere på enkelte processer som man 
allerede ved er problematiske eller man kan systematisk gennemgå en vis mængde af procesområder fra 
start til slut. Denne forskel kommer yderligere til udtryk senere.   
Procesområder for CMMI 
Procesområder har mange begreber…  
Causal Analysis and Resolution (CAR) 
Configuration Management (CM) 
Decision Analysis and Resolution (DAR) 
Integrated Project Management +IPPD (IPM+IPPD) 
Measurement and Analysis (MA) 
Organizational Innovation and Deployment (OID) 
Organizational Process Definition +IPPD (OPD+IPPD) 
Organizational Process Focus (OPF) 
Organizational Process Performance (OPP) 
Organizational Training (OT) 
Product Integration (PI) 
Project Monitoring and Control (PMC) 
Project Planning (PP) 
Process and Product Quality Assurance (PPQA) 
Quantitative Project Management (QPM) 
Requirements Development (RD) 
Requirements Management (REQM) 
Risk Management (RSKM) 
Pries-Heje & Olsen 
 
 
S i d e  127 | 471 
 
 
Supplier Agreement Management (SAM) 
Technical Solution (TS) 
Validation (VAL) 
Verification (VER) 
Niveauer for CMMI 
Niveauer karakterisere forbedring fra et dårligt stadie til et stadie hvor organisationen selvstændigt 
og fremadrettet kan håndtere og bruge deres informationer om projekter, til at afgøre og styre 
forbedringer der imødekommer deres mål. Niveauer bliver beskrevet i to former.  
A. Capability Level: Anvendes ved brug af en Continous fremgangsmåde med CMMI og præsentere 
forbedring i individuelle procesområder. Denne niveau betegnelse er et udtryk for en trinvis 
forbedring i et procesområde, hvor niveauet starter fra 0 til 5.    
B. Maturity Level: Anvendes ved brug af en Staged fremgangsmåde med CMMI og præsentere et 
niveau af forbedring over flere procesområder. Der er fem niveauer der starter fra 1 til 5.   
Som det fremgår er cabability niveauer fra 0 til 5, hvor maturity niveauer går fra 1 til 5. Dette skyldes at 
igennem en continous fremgangsmåde vælger man både et konkret procesområde der skal forbedres og 
det ønskede capability niveau for procesområdet. I denne sammenhæng er det relevant at definere 
hvorvidt alle mål for procesområdet er opfyldt, hvilket betegnes som enten Incomplete eller Performed. 
Hvorimod der igennem en staged fremgangsmåde er fokus på organisationens modenhed og dermed ikke 
behov for et ekstra niveau til at afgøre om et procesområde er igangsat eller ej. Dette kommer til udtryk 
i tabellen herunder. 
Niveau Capability Maturity 
0 Incomplete N/A 
1 Performed Initial 
2 Managed Managed 
3 Defined Defined 
4 Quantitatively Managed Quantitatively Managed 
5 Optimizing Optimizing 
Tabel 6 - CMMI niveauer 
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Bilag B – Baggrundsviden 
Reference Beskrivelse Side tal 
B.1 Beskrivelse af Scrum 129 
B.2 Beskrivelse af Agile principper 135 
B.3 Beskrivelse af Test af software 135 
B.1 - Scrum 
Vi har i dette projekt bestemt os til at undersøge hvordan Scrum kan virke i et team af to personer. 
For at undersøge dette er vi nødt til at vide hvad et Scrum projekt indebærer. Derfor vil vi i dette afsnit 
beskrive de forskellige dele der generelt udgør et Scrum projekt. Men inden vi beskriver Scrum’s roller og 
opbygning bliver vi nødt til at beskrive nogle af grund principperne i Scrum. Schwaber & Beedle (2008) 
beskriver i deres bog hvordan det i mange af de projekter de har arbejdet med har det med kun delvist er 
lykkedes, eller helt gået i vasken, at nå i mål med projektet. Begrundelsen for disse fejl ligger mange 
forskellige steder, men to af de forklaringer de trækker frem som de mest kendte problemer. Det ene 
problem er at det ofte er svært i løbet af et projekt, at få et overblik over hvor langt projektet er nået. Det 
andet problem er, at det ofte sker at folk der ikke er en del af projektet, alligevel afbryder deltagernes 
arbejde af forskellige årsager som forslag til ny krav, problemer de skal have hjælp til eller andre ikke 
projekt-relaterede opgaver. (Schwaber & Beedle, 2008) 
Ideen med Scrum er, at give Scrum-teamet mulighed for at arbejde koncentreret på de vigtigste 
funktioner uden afbrydelser og med klarhed over hvad der er det vigtigste at få udviklet. Måden dette 
foregår på er ved at deltagerne i Scrum teamet og andre personer relateret til Scrum projektet mødes og 
fastlægger hvad det er for et overordnet problem der skal arbejdes med. Overordnet set indeholder Scrum 
tre forskellige elementer: (1) roles som er de forskellige roller deltagerne i et Scrum team har, (2) activities 
som er de forskellige møder og andre aktiviteter der finder sted under et sprint og i et helt Scrum projekt, 
og (3) artifacts som er de teknikker der bruges i Scrum til at holde styr på hvordan det går i Scrum 
projektet. For indledende at give et overblik over hvordan et Scrum hænger sammen har vi valgt at bruge 
et billede fra Essential SCRUM til vise hvordan et Scrum forløb ser ud.  
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Figur 4 Oversigt over Scrum 
        Ud fra billedet herover er det tydeligt at se, at Scrum har mange del-elementer og det kan derfor 
være svært at tale om specifikke elementer af Scrum uden at have kendskab til hvordan Scrum er 
opbygget. Vi har derfor valgt at starte med at beskrive de forskellige artefakter Scrum og der efter 
rollerne i Scrum og afsluttende beskrive de forskellige møder som finder sted under et Scrum projekt.  
Scrum artifacts 
Der findes en del artefakter som ofte bliver brugt i Scrum projekter. Vi har derfor i dette afsnit bestemt 
os til at fokusere på de artefakter som er gennem gående i vores litteratur om Scrum. Det enkelte artefakt 
vil have en overordnet beskrivelse af hvad artefaktet bruges til, dog skal det nævnes at nogle af navnende 
brugt til at beskrive det enkelte artefakt ikke nødvendigvis hedder det samme i alle beskrevne versioner 
af Scrum.  
Backlog   
Backlog er et artefakt som bliver oprettet efter at have fastlagt hvad det er Scrum projektet skal 
handle om ved at deltagerne (dog hovedsagligt projektejeren) har mulighed for at komme med opgaver 
inden for det overordnede problem Scrum projektet handler om. Disse opgaver skrives ned så de siger 
hvad det er brugeren får ud af denne opgave (såkaldte brugshistorier - user stories) som er beskrevet. Et 
eksempel på en user story kunne være ”Som administrator vil jeg kunne oprette en ny bruger for at få nye 
brugere nemt i gang med systemet”. Efter at have nedskrevet alle de brugshistorier der indledende er 
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blevet beskrevet er det projektejeren der prioriterer alle brugshistorier. Når alle brugshistorier er blevet 
prioriteret samles den prioriterede liste i et dokument som i Scrum hedder backlog. Denne backlog vil 
blive brugt gennem hele Scrum-projektet som udgangspunkt for hvad det er for nogle user stories det 
næste sprint bør fokusere på. Scrum- projektets backlog udvikler sig gerne undervejs, f.eks. ved at 
produktejeren finder på nye brugshistorier undervejs, og det er derfor ikke sikkert at prioriteringen af user 
stories er den samme, når det igangværende sprint er ovre, som da den begynde.  
Sprint backlog 
Ud fra de user stories som er beskrevet i Scrum teamets backlog udvælges der (af produktejeren) 
indledende et sæt user stories som Scrum teamet regner med at kunne klare i løbet af et sprint, som ofte 
varer mellem 14-30 dage. Ud fra hvor lang tid et sprint varer bestemmer Scrum teamets sig til hvilke user 
stories som er højt prioriteret, det kan klare i løbet af et sprint. Efter at have udvalgt hvilke user stories 
det er som Scrum teamet skal arbejde med er der flere forskellige måder at gribe arbejdet med user stories 
and. Formålet med et sprint backlog er at gøre det nemmere at arbejde med de opgaver som en user story 
udgør. Ofte bliver dette gjort ved at opdele en user story i mindre dele, så det er nemmere at overskue 
hvad opgaven er og hvor lang tid opgaven ca. vil tage. Vi har i vores projekt valgt at bruge en teknik kaldet 
Scrum Board (Pries-Heje & Pries-Heje, 2012) til at holde styr på vores sprint backlog. 
 
Figur 5 Scrum Board eksempel (http://www.dm.dk/FagligtForum/AdmOrgPol/Artikler/SCRUM - Figur 1) 
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Et Scrum Board består af fem kolonner hvor den første række beskriver hvad det er for en user story 
eller user stories der arbejdes med som herefter bliver delt op i mindre dele som bruges i de fire andre 
kolonner. Ideen med de fire andre kolonner, er at man starter med at dele den specifikke user story op i 
mindre dele, hvor opgaverne er klar til at blive arbejdet med (kolonne 2). I tredje kolonne kaldte ”I gang” 
placeres opgaverne når udviklerne har valgt dem. I fjerde kolonne flyttes opgaverne til når udvikleren 
mener de er færdige. Og femte kolonne er til kvalitetssikring, typisk af en anden end den oprindelige 
udvikler. Målet er at klargøre hvilke opgaver der er, om der er nogen som er i gang med at arbejde med 
opgaven, om opgaven er færdig og om opgaven er gennemtestet/kvalitetssikret.  
Burndown charts 
Idéen med et burndown chart, er at man inden en sprint gå i gang laver en graf hvor y aksen beskriver 
hvor mange opgaver ud af alle opgaverne i den nuværende sprint, som mangler at blive udviklet og x aksen 
beskriver antallet af dage der er gået. Ved at bruge denne graf er det muligt at se om Scrum teamet er 
foran, bagud eller på rette kurs i den nuværende sprint. 
 
Roles 
I Scrum findes der tre overordnede roller som indgår i et Scrum team, hvor de er to overordnede roller 
i Scrum er Scrum masteren og Produktejeren. Derudover er der de resterende medlemmer af Scrum 
teamet som alle kommer under samme kategori, men kan have forskellige roller. Herunder går vi i dybden 
med hvad der indgår i de forskellige roller af et Scrum team. 
Scrum master 
Det er Scrum masterens rolle at hjælpe alle involverede i Scrum-projektet med at forstå Scrum’s 
værdi, principper og udførelse. Rollen kræver at Scrum masteren kan vise andre hvordan Scrum fungerer 
og hjælpe Scrum teamet og virksomheden med at finde deres egen form for Scrum som passer til netop 
dem. Det er også Scrum masterens rolle at hjælpe Scrum teamet med at løse uforudsete problemer og 
forbedre brugen a Scrum i teamet. Det er Scrum masterens rolle at fjerne forhindringer for Scrum teamet 
uanset  
 om det er at sikre at medlemmerne i Scrum teamet kun arbejder på hvad der er aftalt 
 om det er at sikre at der ikke er folk udenfor Scrum teamet det prøver at influere hvad Scrum 
teamet arbejder med  
 om det er at skaffe nye ressourcer til Scrum teamet der er nødvendig for at kunne komme 
videre (Rubin, 2014). 
Pries-Heje & Olsen 
 
 
S i d e  133 | 471 
 
 
Product owner 
Produktejeren er den primære bruger- eller kunderepræsentant i projekteet, og den person der har 
kontrol over Scrum projektets backlog. Det er kun denne person der har lov til at prioritere Scrum 
projektets backlog. Hvis personer har forslag til en ny user story skal de kontakte produktejeren der kan 
tilføje nye user stories til Scrum projektets backlog. Det er også produktejerens opgave at sikre at 
projektets backlog altid er tilgængelig for alle i virksomheden og Scrum teamet. Dette ansvar betyder 
også, at selvom det er Scrum masterens rolle at sikre Scrum teamet er så effektivt som muligt, er det 
produktejeren der sikrer at det altid er de vigtigste opgaver i det nuværende projekt som Scrum teamet 
arbejder med (Rubin, 2014).  
Scrum Team (Developer) 
Ud over roller som projekt ejer og Scrum master, bliver alle de resterende deltager af Scrum teamet 
kategoriseret som udviklingsteamet. Dette kan f.eks. være arkitektur designer, programmører, tester, 
database administrator eller andre specialister som er nødvendig for de specifikke sprints. Det eneste 
overordnede krav til rollerne i udviklingsteamet er, at det skal bestå af alle de personer som er nødvendige 
for at skabe et godt produkt (Rubin, 2014). 
Scrum activities  
Ud over de tidligere beskrevne roller og artefakter består et Scrum projekt af en række planlagte 
aktiviteter. Disse aktiviteter udgør dynamikken i et Scrum projekt og vi vil derfor beskrive de enkelte 
aktiviteter i selvstændige afsnit herunder. 
Scrum 
Inden selve Scrum projektet kan starte er det vigtigt at have klarhed om hvad Scrum projektet skal 
omhandle, så selve backloggen kun består af user stories der er relevante for det problem scrum projektet 
skal løse. Dette er specielt vigtigt fordi det er muligt at de problemer virksomheden har, er så forskellige 
at det er nødvendigt at have forskellige Scrum projekter til hvert problem. Efter det overordnede problem 
er blevet klarlagt skal der på det indledende møde skabes en backlog som indeholder alle de relevante 
user stories for det udvalgte problem som prioriteres af produktejeren.  
Sprint planning  
Det første der finder sted i et sprint er et sprint planlægningsmøde. Alle deltagerne i Scrum teamet 
inklusiv produktejeren og Scrum masteren mødes for at finde frem til user stories der skal arbejdes med i 
det kommende sprint. Måden dette bliver gjort på er ved at teamet i samarbejde finder ud af hvad Scrum 
teamet realistisk kan nå inden for den fastsatte tidsramme. Ofte bliver de udvalgte user stories derefter 
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delt op i mindre overskuelige bidder, såkaldte ”tasks”der gør det mere overskueligt at arbejde med 
opgaverne (Rubin, 2014). 
Sprint Execution 
I forlængelse af sprint planlægningsmødet begynder teamet at arbejde med de opgaver de kom frem 
til på sprint planlægningsmødet. En vigtig komponent af sprint udførelsen er at alt det arbejde der skal 
laves i løbet af et sprint kan takles på den måde som deltagerne i Scrum teamet finder bedst. Med dette 
menes at det er op til deltagerne selv at bestemme hvad de vil arbejde med først, og om alle kan arbejde 
med deres egen opgave eller om det er nødvendigt at arbejde i teams (Rubin, 2014). Det kan f.eks. være 
nødvendigt at skabe database strukturen i fællesskab fordi alle skal bruge den, hvorefter en person kan 
lave selve databasen efter man har nået en enighed. 
Daglig Scrum møde 
Det daglige Scrum møde består af et møde hvor alle deltagerne i Scrum teamet møder og fortæller 
kort hvad de har lavet, er de stødt ind i nogle problemer, og hvad regner de med at arbejde med 
fremadrettet. Formålet er at få et indblik i hvad alle deltagerne i Scrum teamet laver og hvilke problemer 
de har. Dette møde skulle helst ikke tage længere end 15 minutter (Schwaber & Beedle, 2002 p. 42-44). 
Et andet karakteristika for disse daglige Scrum møder er, at de er åbne for alle, hvilket vil sige at hvis der 
er folk i virksomheden der har lyst til at se hvordan et dagligt Scrum møde foregår, så er de velkomne. Det 
er dog ikke tilladt at begynde at snakke internt under et Scrum møde, og deltager på det daglige Scrum 
møde, der ikke er en del af Scrum teamet, må ikke afbryde eller komme med input til det daglige sprint 
(Schwaber & Beedle, 2002 p. 40-42). 
Sprint review 
Som afslutning på et sprint vil der blive fortaget et sprint review møde, som bliver brugt til at 
gennemgå hvad der er blevet gennemført gennem det nuværende sprint. Dette giver mulighed for at 
personer der skal bruge produktet og ikke til dagligt er en del af Scrum teamet, har mulighed for at komme 
med forslag til hvad der bør prioriteres i den næste sprint ud fra de funktioner de finder mest nødvendige 
i deres arbejde. Derudover er der også, på dette møde, mulighed for at fremvise resultaterne af det 
afsluttende sprint, hvilket giver mulighed for at få input på om der er noget der ikke virker som det bør 
eller noget der kan forbedres. Ofte vil der inden et Scrum projekt går i gang blive besluttet hvad en 
udgivelse skal indehold, hvad kravende til en udgivelse skal indeholde og muligvis også hvor ofte der skal 
komme nye udgivelser. Det er dog muligt på et sprint review møde, at de folk der skal bruge produktet 
synes det enten er på et stadie hvor det kan tages direkte i brug, eller noget af funktionaliteten er så vigtig 
at få implementeret at de mangler systemet kan ignoreres (Rubin, 2014). 
Sprint retrospektive  
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Som afrunding på et sprint bliver der internt i Scrum teamet holdt et møde hvor der bliver udvekslet 
erfaringer man har fået igennem det netop afsluttede sprint. Det kunne f.eks. være overvejelser om hvor 
mange user stories det kommende sprint skal indeholde. Det er også disse erfaringer der bliver brugt til 
at fastsætte hvor svær en opgave er (Rubin, 2014). 
B.2 - Agile principper 
I 1990’erne dukkede der flere og flere nye måder at arbejde på op. Der var fokus på at levere noget 
meget hurtigere, og på i højere grad at være klar til forandringer undervejs (Ramesh, et al., 2002). I 2001 
bliver disse nye måder at arbejde på samlet under navnet ”agil” da en gruppe amerikanere udgiver det 
agile manifest (Beck, et al., 2001). Manifestet giver stadig et godt overblik over hvad de agile principper 
står for, så her er det gengivet (oversat): 
"Vi afdækker bedre måder at udvikle software på ved at gøre det og 
ved at hjælpe andre med at gøre det. Gennem dette arbejde har vi 
lært at værdsætte: 
Individer og samarbejde frem for processer og værktøjer 
Velfungerende software frem for omfattende dokumentation 
Samarbejde med kunden frem for kontraktforhandling 
Håndtering af forandringer frem for fastholdelse af en plan 
Der er værdi i punkterne til højre, men vi værdsætter punkterne til 
venstre højere." (Beck, et al., 2001)) 
Det agile manifest, som er skrevet herover, beskriver hvordan agil udvikling adskiller sig fra en lineær 
livscyklus, som f.eks. vandfaldsmodellen. I vandfaldsmodellen afsluttes hver fase, og man vender ikke 
tilbage. F.eks. udvikling af kravspecifikationen sker indledende og når den er færdig går man ikke tilbage 
og bruger tid på at revidere den, selv om man har lært noget nyt undervejs. Ved en agil fremgangsmåde 
har man større råderum for at ændre på f.eks. kravspecifikationen. En agil fremgangsmåde gør sig bedst i 
situationer hvor udvikling af software kan ske trinvist, da man typisk kommer hurtigere i gang med at 
arbejde med problemet og gennem dette bliver man klar over hvad der fremadrettet bør arbejdes med. 
B.3 - Software Test 
I dette afsnit beskriver vi test ud fra et bredt perspektiv, hvorefter vi tager udgangspunkt i teorien bag 
teknikker der har fokus på test af funktionalitet og test af kodens interne struktur.  
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Da it-løsninger typisk har en vis grad af kompleksitet er det naturligt at fejlene ikke er til at 
gennemskue ved første øjenkast. Som udvikler har man et ønske om at kunne garantere at it-løsningen 
virker efter hensigten og er så fejlfri som muligt. Dette forsøger man at opnå ved at udføre test af it-
løsningen, men da test selvfølgelig er begrænset og udfordret af menneskers kreativitet er det muligt at 
der vil være fejl som bliver overset. Testen er en proces hvor man udvælger de områder man finder 
relevant at teste i forhold til situationen. Disse områder er: (Firesmith, 1995) (Sawant, et al., 2012) 
 Opfyldes behov – Opfylder softwarens funktionalitet kravspecifikationen 
 Ressourceeffektiv – Gør software brug af hardwareressourcerne effektivt 
 Robust – Fungere softwaren korrekt under unormale omstændigheder 
 Pålidelighed – Vil softwaren performe korrekte over tid 
 Sikkerhed – Kan man skabe adgang til noget der ikke burde være adgang til 
 Brugervenlighed – Brugbarheden for det enkelte menneske 
Disse testområder har hver deres formål og dertil hver deres tilgang til hvordan testen skal foregå. Der er 
f.eks. forskel på om vi tester hvorvidt den it-løsning vi har udviklet opfylder alle kravene beskrevet i 
kravspecifikationen, eller om vi tester i hvilken grad funktionaliteten er brugervenlig. 
I dette projekt arbejder vi med hvordan Scrum fungerer i små teams af to personer. Når man arbejder 
agilt, såsom med Scrum, kan det være en fordel at vælge et Objekt-Orienteret (OO) udviklingssprog. Dette 
skyldes at OO software kan udvikles i små dele og sammensættes til delsystemer der resulterer i et færdigt 
program (Binder, 2000) (Firesmith, 1995). Dette vil samtidig introducere to nye testområder:  
 Integration – (OO) Hvorvidt software-dele interagerer med andre software-dele, og med 
hardware, korrekt 
 Genbrugelig – (OO) Kan softwaren anvendes i andre it-løsninger  
Genbrugelighedstest er f.eks. hvis man laver en klasse (”class”) der har ansvaret for at skabe en 
forbindelse til en database, burde andre klasser ikke have deres egen implementering af forbindelsen til 
den samme database. Hvis dette er tilfældet, at andre klasser har deres egen implementering, vil det 
betyde at genbrugeligheden er brudt. Når man tester integration gør man det ved at teste hvordan 
objekter og klasser, på kryds og tværs, kommunikere og interagere med hinanden. Ud fra resultatet af 
integrationstesten er det muligt at sige om objekter og klasser virker efter hensigten. (Binder, 2000) 
(Firesmith, 1995) (Sawant, et al., 2012) 
Ud over at have en definition af de områder som kan testes er det samtidig relevant at forstå hvor 
mange ressourcer man burde anvende på test og hvordan man bør tilgå test. Disse to emner berører vi i 
det følgende afsnit.  
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Menneskelige Ressourcer & Vision  
Test af software er en teknisk opgave som kræver at man overvejer hvor mange ressourcer der skal 
bruges og man gør det med den rette mentalitet. I henhold til ressourcerne er det vigtigt at forstå man 
ikke kan teste alle permutationer af et program hvis antallet af input og output kombinationer er 
uhåndterlig (Binder, 2000) (Myers, et al., 2011). Antallet af kombinationer kan regnes ud ved at finde 
antallet af mulig input (x) og antallet af indtastet værdier (n), hvor xn vil resultere i antallet af 
kombinationer. Dertil kan man udregne hvor lang tid det vil tage at køre hver enkelt test igennem, hvor 
man kan sige at hver test tager en given tid (y - sekunder). Dette vil resultere i formlen, xn * y. Et eksempel 
på dette kunne være hvis vi skal udvælge fem bogstaver (x=5, n=28). Dette vil resultere i at 285=17.210.368 
kombinationer, hvoraf hvis en test af 1 kombination vil tage omkring 0.30 sekunder vil resultatet være: 
285*0.3=5.163.110.4 sekunder, hvilket svarer til lidt over otte en halv uge.  
Derudover er det nødvendigt at skabe tests ud fra den rette vision. Med dette menes der at test bør 
gøres med en vision om at finde fejl i softwaren og ikke konstruere tests der blot tjekker om softwarens 
funktionalitet virker efter hensigten uden fejl. (Binder, 2000) (Myers, et al., 2011) 
(Myers, et al., 2011) præsenterer to gode pointer til hvordan man bør tilgå test mere generelt.  
1) Test er en proces hvor man eksekvere programmet med intentionen om at finde fejl 
2) Testen er en succes når man finder fejl 
Den første pointe omhandler den typiske holdning til at éns software gerne skal køre uden fejl. Dette 
giver indtrykket af, at man bør teste funktionaliteten med intentionen om ikke at finde fejl, da man 
dermed ’dokumenterer’ at softwaren fungerer som den skal uden fejl (Myers, et al., 2011). Hvis man tester 
med denne forståelse af test, vil man ikke have fokus på at finde de fejl der gør at softwaren er robust, 
pålidelig og sikker. Hvorimod hvis man tester ud fra den første pointe vil det være oplagt at have fokus på 
om softwaren fungerer uden for normale omstændigheder, om den fungerer over tid, og om man kan få 
adgang til noget man ikke er autoriseret til.  
Den anden pointe hænger sammen med den første. Hvis testen har til formål at finde fejl, så må testen 
være en succes hvis vi finder fejl i softwaren. Denne tankegang hænger sammen med at udviklingen af 
fejlfrie it-løsninger ikke er praktisk muligt (Myers, et al., 2011). Fordelen ved at fastholde at testen er en 
succes hvis man finder fejl er, at det er en målrettet søgen for at elimere muligheden for at softwaren der 
udvikles når til kunden med fejl. 
 Vi forstår nu hvad test er og hvordan vi bør tilgå testen af software, men er det overhovedet muligt 
at finde alle fejl i software? ”Nej” er svaret!. Ifølge sund fornuft samt (Myers, et al., 2011) og (Binder, 
2000) er det både upraktisk og ofte umuligt. De to mest anderkendte fremgangsmåder er white-box og 
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black-box test for at teste software. Black-box er en fremgangsmåde der typisk har fokus på softwarens 
grænseflader, hvor i mod white-box tester implementeringen af softwaren.  
Automatiseret & manuel test  
Test kan foregå automatiseret eller manuelt. Automatiseret test er konstruktion og design af 
testscenarier der kan køres igen og igen (Myers, et al., 2011). Grunden til man laver automatiseret test 
skyldes at testen kan køres for at tjekke om funktionaliteten stadig fungere efter at koden f.eks. kunne 
have været ændret eller sammensat med en anden del af programmet. Automatiseret testmetoder kan 
være black-box, white-box og unit test, hvilket vi går i dybden med senere i dette afsnit.  
Manuel test handler om at mennesker gennemgår noget udvalgt kode. Dette kan ske igennem 
forskellige metoder såsom code inspection, walkthroughs, error checklists eller desk checking.  
Metode Beskrivelse 
Code 
inspection 
Denne metode består typisk af fire personer. En moderator, 
programmør, programdesigner og en testspecialist. Moderatoren er 
lederen der sørger for planlægning af inspektionen, skriver alle fejl der 
bliver fundet ned og sørger for at fejl der bliver fundet også bliver rettet. 
Planlægningen af en inspektion indebærer udlevering af programmets 
designspecifikation til alle involveret i inspektionen samt planlægning af 
tidspunkt for inspektionen. Programmøren læser koden igennem, linje 
for linje, i rækkefølge med logikken. Der er muligt for dem der er til stede 
at kommentere og komme med kritik af koden mens programmøren 
læser koden igennem. Det er normalt at programmøren også selv finder 
fejl. Som konklusion på kode inspektionen er det op til moderatoren at 
finde ud af om endnu en inspektion skal finde sted. Dette afgøres af 
hvorvidt fejl der blev fundet kunne rettes hurtigt eller kræver yderligere 
ændringer af koden. 
Walkthrough Denne metode fungerer på samme måde som kode inspektionen. 
Forskellen er dem som skal være med til denne walkthrough skal komme 
op med testscenarier for selve inspektionen. Dette betyder at man i god 
tid inden har lavet en række testscenarier, hvor man på selve mødet vil 
samle disse testscenarier og gå dem igennem. Disse testscenarier 
fungerer ikke ligesom andre tests hvor man gerne vil tjekke om noget 
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bliver sandt eller usandt. Derimod er testscenarierne et redskab til at gå 
igennem koden og på den måde tjekke om logikken for hver linje og 
overordnet er fornuftig.  
Error 
checklists 
Denne metode fungerer ligesom en inspektion, men der er fokus på at 
tjekke hvert statement i forhold til en tjekliste. Denne tjekliste består 
ikke af brede spørgsmål så som om koden fungerer efter hensigten eller 
er kommentarerne præcise og meningsfyldte. En tjekliste vil gå mere i 
dybden såsom ’For objekt-orienteret sprog, er alle krav for nedarvning 
opfyldt i den implementerede klasse?’. En sådan tjekliste kan man selv 
konstruere baseret på det man finder relevant at tjekke, men det er 
muligt at finde en generelt tjekliste i (Myers, et al., 2011) tabel 3.1 og 
tabel 3.2. 
Desk checking Dette er en metode der udføres i form af kode inspektionen, 
walkthrough og error checklists, men metoden udføres blot af en person. 
Dette er typisk mindre effektivt en de tre andre metoder, men det er 
stadig mere effektivt end hvis ingen test blev gjort.  
Tabel 7 - Manuelle testsmetoder 
Black-box 
Black-box test er en fremgangsmåde der også går ved navnene, data-drevet eller input/output-drevet 
test. Ved brugen af denne metode skal man kigge på programmet som værende en sort kasse (black-box). 
Formålet med dette er at teste programmet ud fra de omstændigheder der gør sig gældende i forhold til 
en kravspecifikation (Binder, 2000) (Myers, et al., 2011). Med dette mens det at du ingen viden har om 
hvordan programmet internt fungerer. Der er i stedet fokus på om funktionaliteten af programmet 
stemmer overens med de krav der er stillet til programmet.  I Tabel 8 viser vi de mest populære teknikker 
man anvender for at lave black-box test. 
Teknik Beskrivelse 
Equivalent 
Partioning 
Denne teknik handler om at finde det minimale set af tests som kan repræsentere den 
størst mulige mængde af testscenarier. I denne sammenhæng skal der testes både 
valide og ikke valide testscenarier (Myers, et al., 2011). Et eksempel kunne være at et 
felt kun må indeholde værdier fra 1 til 999 og må ikke være negativt. Dermed vil man 
test om feltet kan tage bogstaver igennem en test; om man kan tage tal mellem 1 til 
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999 med nogle få tests inden for denne størrelse; samt teste om feltet kan indeholde et 
negativt tal. 
Boundry 
value 
Analysis 
Dette arver meningen med equivalence partionering, men det fokusere sig i at udvælge 
de værdier som er ved grænsen af de valide værdier (Myers, et al., 2011). Et eksempel 
kunne være det fra tidligere om at et felt kun må indeholde værdier fra 1 til 999 og det 
må ikke være negativt. Ud fra dette vil vi stadig teste om feltet kan indeholde bogstaver 
eller negative tal, men samtidig vil man ikke lave tilfældige tests mellem 1 til 999. 
Derimod vil man teste grænseværdierne 0, 1 999, 1000. Dette medfører at man tester 
om det er muligt at komme over den maksimale eller under den minimale værdi, 
samtidig med der testes om de to grænseværdier er tilladte.  
Cause-Effect 
Graphing 
Dette er en teknik der gør det muligt grafisk at fremvise alle kombinationer der kan 
laves. Equivalent Partioning og Boundary Value Analysis tjekker konkrete værdier, 
hvorimod denne teknik gør det muligt at udforme en logik der viser alle mulige 
kombinationer af logikken i programmet. Teknikkens basale logik består af, identity, 
NOT, OR og AND, hvor hver node kan være enten sandt (1) eller usandt (0) (Myers, et 
al., 2011). Dette illustreres i Figur 6.  
Tabel 8 - Black-box teknikker 
 
 
Figur 6 - Black-box Cause-Effect Graph 
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Formålet med black-box test er at finde fejl i funktionaliteten af programmet baseret på kravende 
beskrevet i kravsspecifikationen. Derudover er man er nødt til at udvælge scenarier ud fra egen logiske 
forståelse af programmet. Det er selvfølgelig muligt at man ikke udtænkt alle relevante scenarier, hvilket 
er grunden til at test ikke kun foretages af en person.  
White-box 
En anden fremgangsmåde for test er white-box test. White-box test fokuserer på den interne struktur 
af koden og ikke funktionaliteten af softwaren. White-box bestå af tre forskellige niveauer af test unit, 
integration og system test af software. White-box test fokusere på de paths der kan tages i den interne 
struktur af koden. Paths er det antal af veje (paths) der kan tages når man kigger på struktur (logikken) 
som et node-tree. (Myers, et al., 2011) (Sawant, et al., 2012) 
Niveau Beskrivelse 
Unit Test af kode i dens mindste form (enhed = unit). Der bliver testet om hver kodedel virker 
efter hensigten. F.eks. kan der være en metode i en klasse der konverterer numre, hvoraf 
man tjekker om denne konvertering er korrekt. Dermed er denne isoleret kodedel testet. 
Integration Test af interaktionen mellem interfaces. Der testes f.eks. om konverteringen anvendes 
korrekt med de klasser der interagerer med den enkelte kodedel. Dermed testes der ikke 
isolerede dele af koden, men om anvendelsen af koden bliver gjort korrekt. F.eks. kunne 
det være at konverteringskoden ikke konverterede de korrekte værdier. 
System Test af integrationen mellem alle del-systemer, dvs. af hele systemet. 
Tabel 9 - White-box Niveauerne 
En teknik der anvendes for at designe og evaluere testscenarier er Basis Path Testing. Denne teknik 
anvendes til at design testscenarier. Formålet er at evaluere alle de eksekverbare muligheder. Hvis vi tager 
udgangspunkt i Figur 7 kunne designet se således ud: 
 1,2,3,4,5,6,7,8 
 1,2,5,6,7,8 
 1,2,3,4,5,8 
 1,2,5,8 
Disse paths illustrerer de muligheder der er for at køre koden igennem på Figur 7. Ud fra disse paths bør 
der så laves tests der tjekker om koden fungerer i forhold til det formål koden har. I statements hvor der 
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tages beslutninger vil man anvende teknikker der fokuserer på test af logik, hvilket vi eksemplificerer 
herefter.   
 
Figur 7 – White-box Testseksempel 
Når man tester logik, ligesom det vises i Figur 7, følger man det som kaldes multiple-condition 
coverage. Dette begreb er en kombination af begreberne Statement coverage, Decision coverage, 
Condition coverage og Decision/Condition coverage. (Myers, et al., 2011) 
Statement coverage Lav et tjek om hvert statement kan eksekveres 
Decision coverage Lav tjeks ud fra hvert punkt man kan komme ind i logikken samt 
tjek for alle tænkelige udfald. I Figur 7 er der to if-statements, 
dvs. der er to punkter at komme ind 
Condition coverage Lav tjeks for hver del-udtryk med et sandt og et usandt udfald. 
I Figur 7 er der tre del-udtryk; ’A & B’, ’A’ eller ’X’. For ’A & B’ 
har vi teknisk set to udtryk, men i dette tilfælde skal 
kombinationen af dem være sandt. Derfor betegnes de som et 
udtryk. 
Decision/Condition 
coverage 
Lav tjeks ud fra hvert punkt man kan komme ind i logikken samt 
tjek for alle tænkelige udfald, og for hvert del-udtryk med et 
sandt og et usandt udfald. 
Tabel 10 - White-box fremgangsmåder 
Som det er nævnt tidligere udgør ovenstående kombination af coverages det som der kaldes multi-
condition coverage. Dvs. at multi-condition coverage er når man tester alle del-udtryk med et sandt og et 
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falsk udfald. Ud fra hvert punkt man kan komme ind i logikken, og tester alle tænkelige udfald ud fra alle 
tænkelige kombinationer. Dermed vil testscenarierne for eksemplet fra Figur 7 være: 
 
Disse test scenarier dækker alle tænkelige kombinationer for både sandt og falsk. Bemærk at der ikke er 
et scenarie beskrevet for B og X sammen. Dette skyldes at vi har en logik hvor B ikke er interessant når X 
evalueres. Derimod er A i samtlige scenarier fordi A bliver evalueret i begge punkter man kan komme ind 
i logikken. Det forventede resultat af testscenarierne er følgende: 
 
Som det kan ses i måden testscenarierne er lavet og hvad det forventede resultat er, kan man se at 
for det første punkt i logikken er der ét sandt udfald, hvor der er tre sande udfald for det andet punkt i 
logikken. Dette skyldes at det første punkt sammenligner to udtryk, men hvor de begge skal være sande 
(and statement). Derimod er det andet punkt i logikken en kombination af to udtryk, hvor blot den ene 
skal være sandt (or statement). Dermed har vi: (Baseret på Figur 7 – White-box Testseksempel) 
 to punkter vi kan komme ind i logikken (2 if statements) 
 hvert punkt har to udtryk (2 udtryk per if statement) 
o første punkt har to udtryk der tilsammen skal være sandt 
o andet punkt har to udtryk der hvor for sig kan være sandt  
 og to udtryk vil vi have fire forskellige kombinationer, da de hver udtryk kan få et sandt og et 
usandt udfald 
Dette resulterer i otte kombinationer, hvoraf fire kombinationer kan være sande og fire andre 
kombinationer er usande.  
Når der testes skal de forventede resultater sammenlignes med resultaterne af testen, hvis det 
forventede ikke er det samme som testresultaterne viser vil man have fundet en fejl. Ud fra 
testscenarierne kan følgende tests laves:  
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Bilag C – Backlogsdokument 
Hver backlog indeholder en beskrivelse af hvad en backlog, user story, sprint og sprint review møde 
er, hvilket er den første del af dette bilagsdokument. Derudover beskriver vi også den skala vi anvender 
for at finde ud af hvor meget vi kan lave for et sprint. De næste afsnit beskriver de user stories der var for 
hvert enkelt sprint.  
I den nedenstående tabel viser vi underbilagene for dette bilagsdokument. 
Reference Beskrivelse Side tal 
C.1 Backlog Oplysninger 144 
C.2 Backlog for indledende Sprint 145 
C.3 Backlog for Sprint 1 146 
C.4 Backlog for Sprint 2 147 
C.5 Backlog for Sprint 3 148 
C.6 Backlog for Sprint 4 149 
C.1 - Backlog Oplysninger 
I et hvilket som helst SCRUM projekt er det første der skal laves en backlog bestående af user stories 
som beskriver de forskellige krav og ønsker til det produkt der skal udvikles. Disse krav og ønsker kan 
komme fra forskellige folk i virksomheden, men det er produkt egeren (Jørn) som bestemme i hvilken 
orden de forskellige krav og ønsker skal være prioriteret. 
User Stories 
Selvom det er virksomheden der udfærdiger de forskellige user stories er det vigtigt at nævne at hvis 
disse user stories ikke specificere hvilke program funktionaliteten skal udvikles til har SCRUM teamet lov 
til at vælge hvad de finder passende. 
Sprint 
Alle sprint starter med et sprint planlægnings møde hvor kunder, bruger, managers, produkt egeren 
og SCRUM teamet samlet bestemmer hvad målet for den kommende sprint er. Det er vigtigt at nævne, at 
efter dette møde er slut er det ikke længere muligt at ændre på målende for den specifikke sprint selv 
Pries-Heje & Olsen 
 
 
S i d e  145 | 471 
 
 
hvis de bliver opdaget at der mangler fyldestgørende beskrivelse i de udvalgte user stories, eller de viser 
sig at der er en user story der burde havde været en af top prioriteterne.    
Sprint review møde 
Efter hver sprint skulle der gerne forgå et møde hvor resultaterne af den enkelte sprint bliver fremvist 
til kunder, bruger og projekt egeren. 
Scala for sværhedsgrad 
Vi har indledende regnet med at vi kan klare max 25 point i et sprint, derfor har vi valgt at give de 
enkelte user stories point fra 0-50, men hvis nogen af vores user stories score over 25 point, vil vi inden vi 
går i gang med disse user stories, få dem opdelt i mindre bider i samarbejde med Whitebox. 
C. 2 - Indledende sprint - Backlog 
User Story 1) Brugere skal have mulighed for at konfigurer kategorier med tilhørende 
parametre. En kategori kan indeholde flere parametre. 10 (Indledende Sprint) 
User Story 2) Brugere skal have mulighed for at oprette virksomheder, hvor selvindtastet id er 
identifikationen for virksomheden. 15 (Indledende Sprint) 
User Story 3) Brugere skal have mulighed for at indtaste dataset for virksomheder. Dataset 
består af variabler relateret til specifikke processers aggregeret 
modenhedsniveau. 15 
User Story 4) Data skal præsenteres i form af Whitebox Modenhedsmodel der viser 
modenhedsværdier for de enkelte processer. Der skal kun vises 18 processer 
(niveau 2 og 3). 35 
User Story 5) Det skal være muligt for brugere at få fremvist data via Whitebox 
Modenhedsmodel ud fra udvalgte parametre. 25 
User Story 6) Modeller og data skal kunne udskrives til fil (PDF) 35  
User Story 7) Modeller og figurer skal kunne kopiers til MS-Office dokument. 35 
User Story 8) Det skal være muligt at kunne udtage en række data via. Kateogier og udregne 
resultater herudfra. 25? 
User Story 9) Der skal være sikkerhed imod at miste data. 25 
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User Story 10) Systemet skal kunne vedligeholdes efterfølgende (være dokumenteret). 25 (Kan 
gøres efter sidste sprint)) 
User Story 11) Eksport af data fra database (værktøj) i et format der kan importeres i analyse 
værktøjer. 25 
User Story 12) Data ind: 18 x 3 + modenhed + nøgleoplysninger kommer fra Excel. Man må ikke 
komme til at slette fx manuelt indskrevet data. 25 
User Story 13) Database, der indholder flere typer af dataset (forskellige modenheds modeller) 
25 
User Story 14) Skal kunne anvendes via internettet 25 
User Story 15) Export af data fra Excel til database.  25 
C. 3 - Sprint 1 - Backlog 
User Story 1) Brugere skal have mulighed for at indtaste dataset for virksomheder. Dataset består 
af variabler relateret til specifikke processers aggregeret modenhedsniveau. 15 
(Sprint 1)  
User Story 2) Data skal præsenteres i form af Whitebox Modenhedsmodel der viser 
modenhedsværdier for de enkelte processer. Der skal vise alle 22 processer (niveau 
2-5). 35 
User Story 3) Det skal være muligt for brugere at få fremvist data via Whitebox Modenhedsmodel 
ud fra udvalgte parametre. 25 
User Story 4) Modeller og data skal kunne udskrives til fil (PDF) 35 
User Story 5) Siden for konfiguration af kategorier skal have et mere streamlines udsende og 
Whitebox logo skal tilføjes til siden. 10 
User Story 6) Brugere skal have mulighed for at oprette virksomheder, hvor selvindtastet id er 
identifikationen for virksomheden. 10 
User Story 7) Modeller og figurer skal kunne kopiers til MS-Office dokument. 35 
User Story 8) Det skal være muligt at kunne udtage en række data via. Kateogier og udregne 
resultater herudfra. 25? 
User Story 9) Der skal være sikkerhed imod at miste data. 25 
Pries-Heje & Olsen 
 
 
S i d e  147 | 471 
 
 
User Story 10) Systemet skal kunne vedligeholdes efterfølgende (være dokumenteret). 25 (Kan 
gøres efter sidste sprint)) 
User Story 11) Eksport af data fra database (værktøj) i et format der kan importeres i analyse 
værktøjer. 25 
User Story 12) Data ind: 18 x 3 + modenhed + nøgleoplysninger kommer fra Excel. Man må ikke 
komme til at slette fx manuelt indskrevet data. 25 
User Story 13) Database, der indholder flere typer af dataset (forskellige modenheds modeller) 
25 
User Story 14) Skal kunne anvendes via internettet 25 
User Story 15) Export af data fra Excel til database. 25 
C. 4 - Sprint 2 – Backlog 
User Story 1) Grafisk præsentation af modenhedsmodel 15 
User Story 2) Interaktiv (Udvælgelse af data) interface af modenhedsmodel 15 
User Story 3) Det skal være muligt for brugere at få fremvist data via Whitebox Modenhedsmodel 
ud fra udvalgte parametre. 15 
User Story 4) Modeller og data skal kunne udskrives til fil (PDF) 10 
User Story 5) Siden for konfiguration af kategorier skal have et mere streamlines udsende og 
Whitebox logo skal tilføjes til siden. 10 
User Story 6) Brugere skal have mulighed for at oprette virksomheder, hvor selvindtastet id er 
identifikationen for virksomheden. 10 
User Story 7) Indtastning af data skal laves om til skemalayout (Nice to have) 10 
User Story 8) Modeller og figurer skal kunne kopiers til MS-Office dokument. 35 
User Story 9) Det skal være muligt at kunne udtage en række data via. Kateogier og udregne 
resultater herudfra. 25? 
User Story 10) Der skal være sikkerhed imod at miste data. 25 
User Story 11) Systemet skal kunne vedligeholdes efterfølgende (være dokumenteret). 25 (Kan 
gøres efter sidste sprint)) 
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User Story 12) Eksport af data fra database (værktøj) i et format der kan importeres i analyse 
værktøjer. 25 
User Story 13) Data ind: 18 x 3 + modenhed + nøgleoplysninger kommer fra Excel. Man må ikke 
komme til at slette fx manuelt indskrevet data. 25 
User Story 14) Database, der indholder flere typer af dataset (forskellige modenheds modeller) 25 
User Story 15) Skal kunne anvendes via internettet 25 
User Story 16) Export af data fra Excel til database. 25 
C. 5 - Sprint 3 – Backlog 
User Story 1) Rettelser af nuværende  system 2 
User Story 2) Det skal være muligt at se tidligere indtastet data (virksomhed og processer) 3 
User Story 3) Det skal være muligt for brugere at få fremvist data via Whitebox Modenhedsmodel 
ud fra udvalgte parametre. 15 
User Story 4) Ændre / opdater tidligere indtastninger (virksomhed processer) 6 
User Story 5) Modeller og data skal kunne udskrives til fil (PDF) 10 
User Story 6) Siden for konfiguration af kategorier skal have et mere streamlines udsende og 
Whitebox logo skal tilføjes til siden. 10 
User Story 7) Brugere skal have mulighed for at oprette virksomheder, hvor selvindtastet id er 
identifikationen for virksomheden. 10 
User Story 8) Indtastning af data skal laves om til skemalayout (Nice to have) 10 
User Story 9) Modeller og figurer skal kunne kopiers til MS-Office dokument. 35 
User Story 10) Det skal være muligt at kunne udtage en række data via. Kateogier og udregne 
resultater herudfra. 25? 
User Story 11) Der skal være sikkerhed imod at miste data. 25 
User Story 12) Systemet skal kunne vedligeholdes efterfølgende (være dokumenteret). 25 (Kan 
gøres efter sidste sprint)) 
User Story 13) Eksport af data fra database (værktøj) i et format der kan importeres i analyse 
værktøjer. 25 
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User Story 14) Data ind: 18 x 3 + modenhed + nøgleoplysninger kommer fra Excel. Man må ikke 
komme til at slette fx manuelt indskrevet data. 25 
User Story 15) Database, der indholder flere typer af dataset (forskellige modenheds modeller) 25 
User Story 16) Skal kunne anvendes via internettet 25 
User Story 17) Export af data fra Excel til database. 25 
C. 6 - Sprint 4 – Backlog 
User Story 1) Rettelser af nuværende system 2 
User Story 2) Ændre / opdater tidligere indtastninger (virksomhed & processer) 6 
User Story 3) Sammenlign med mere end et udvalgt id (Model) 8 (nice to have) 
User Story 4) Sammenlign parametre mod parametre 8 (nice to have) 
User Story 5) Streamline udsende og Whitebox logo skal tilføjes til siden. 2 
User Story 6) Opdel program i Indtastning og viewer 2 
User Story 7) Konfiguration af variabler og kategorier 15 
User Story 8) Export af data fra Database til Excel. 25 
User Story 9) Modeller og data skal kunne udskrives til fil (PDF) 10 
User Story 10) Modeller og figurer skal kunne kopiers til MS-Office dokument. 10 
User Story 11) Der skal være sikkerhed imod at miste data. 25 
User Story 12) Systemet skal kunne vedligeholdes efterfølgende (være dokumenteret). 25 (Kan 
gøres efter sidste sprint)) 
User Story 13) Database, der indholder flere typer af dataset (forskellige modenheds modeller) 25  
Pries-Heje & Olsen 
 
 
S i d e  150 | 471 
 
 
Bilag D – Logbog 
Reference Beskrivelse Side tal 
D.1 Anders logbog for sprint 1 150 
D.2 Anders logbog for sprint 2 153 
D.3 Anders logbog for sprint 3 158 
D.4 Rasmus logbog for sprint 1 164 
D.5 Rasmus logbog for sprint 2 166 
D.6 Rasmus logbog for sprint 3 169 
D.1 – Anders Logbog (Sprint 1) 
Dagsrapport  
Dato Tid Beskrivelse 
24/03-
2015 
11:30-
12:30 
Vejledermøde 
24/03-
2015 
12:30-
16:30 
Pair Programming (Kodning af samarbejde mellem layout og 
dataindstastningskode, Kodning af layout for indtastning af 
dataset, Kode dataindtastningen til database) 
25/03-
2015 
16:10-
16:30 
Daily Scrum møde 
25/03-
2015 
16:30 – 
17:30 
Gennemgang af kode og diskussion af GUI for indtastning af 
procesmålinger 
25/03-
2015 
17:30 – 
18:40 
Kodning af indtastning af virksomheder og processer. 
 
25/03-
2015 
19:30 – 
23:30 
(Fortsættelse) Kodning af indtastning af virksomheder og 
processer. 
 
25/03-
2015 til 
26/03-
2015 
23:30 – 
0:30 
Planlægning af møde med Whitebox. 
Gennemgang af kode til før sprint review 
1:Fungeret ikke (Ubrugeligt) [0-15] 
2:For lidt fungeret til at være holdbart / Meget få ting fungeret (Skrøbeligt) [15-30] 
3:Fungere tilstrækkeligt (Acceptabelt) [30-60] 
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4:Størstedelen fungeret (Yderst Acceptabelt) [60-85] 
5:Næsten Perfekt (Best Case) [85-100] 
 
Dato: 24/03-2015 
Log Oversigt  
1) Pair Programming Samarbejde 
2) Pair Programming & Testing med JUnit  
3) Afsætning af tid for logbogsskrivning 
4) Ikke udført dagligt møde (daily scrum) og set på hvad der har været gjort og hvad vi skal gå 
videre med. 
Log indlæg 
ID Indlæg Niveau 
1 Jeg og rasmus programmeret indtastningen af data for procesmålinger. Vi Gjorde det 
ved at lave pair programming hvor vi fokuserede på feedback til brugeren i form af 
hvilke værdier som er valid. Dvs. at vi programmerede dialogbokse der skulle komme 
frem når en ikke valid værdi blev indtastet i et af felterne for dataindtastningen. Vores 
samarbejde fungeret bedre end sidste gang da vi kommunikerede mere med 
hinanden.   
3 
2 I dag lavede jeg og rasmus pair programming hvor vi løbende testede vores kode. Vi 
startede ud med at lave koden og efterhånden fandt vi fejl og mangler. Efter vi havde 
løst de fleste situationer begyndte vi at lave test cases igennem JUnit, hvilket gav os et 
godt indblik i hvad vores kode kan samt overblik af at vi havde testet for alle 
fejlscenarier  
4 
3 Vi har tidligere ikke skrevet de logbogs indlæg vi skulle, hvilket gjorde at vi i dag 
begyndte at afsætte tid af når vi var færdige med dagens udfordringer. Dette betyder 
at vi får skrevet vores tanker ind umiddelbart efter vi har arbejdet med dem i stedet 
for at skulle tænke tilbage i tiden og huske hvordan og hvad var det nu lige der skete… 
5 
4 Vi kiggede ikke på vores Sprint Dokumentation i dag, hvilket betyder vi har haft en 
diskussion af hvilke opgaver der mangler og hvad vi skal lave videre. Dog har vi haft 
kort samtale omkring hvorvidt vi har enige om at vi blot skulle fortsætte med kodning 
af dataindsamlingssystemet, hvilket har betyder vi ikke har kigget på domain model, 
Datastruktur (E/R eller class Diagrammering) eller Mock-ups. Dette burde vi have gjort 
i form af at det er bedst der er dokumentation for hvad vi har lavet. Dog har vi haft en 
samtale hvor vi dermed er indforstået (imellem hinanden)  hvad der er lavet. 
3 
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Dato: 25/03-2015 
Log Oversigt  
1) Daily Scrum 
2) Debat om interface 
3) Programmering af Indtastningsfunktionalitet 
4) Testning 
5) Forberedelse til sprint review og planlægningsmøde 
6) Indskrivning af Logbog 
Log indlæg 
ID Indlæg Niveau 
1 Vi fik lavet et Daily Scrum møde, hvor vi fik snakket om hvad der var lavet og 
skulle laves samt dokumenteret det i Sprint dokumentet for sprint 1. Vi blev 
enige om at Rasmus lavede nogle high fidility mock-ups til at fremvise forskellige 
måder at lave indtastningen af processer for en enkelt viksomhed. Jeg begyndte 
at programmere muligheden for at både det at skrive virksomheder og 
indtastning af processer kunne gemmes i den lokale database.  
4 
2 Vi har debatteret meget hvordan et interface skulle/kan se ud og hvad for noget 
funktionalitet der skal være tilstede for brugeren. Jeg er af den opfattelse at der 
skal være mulighed for at kunne redigere de enkelte procesmålinger samt 
redigere virksomhederes kategorier. Jeg er af denne opfattelse fordi at Whitebox 
muligvis i fremtiden vil lave flere kategorier om vil dermed gerne have en 
mulighed for at kunne ændre eller tilføje variabler til eksisterende virksomheder. 
Derudover er det muligt at indskrivningen af målinger for hver proces ikke 
foregår på en gang, men i stedet kan foregå i etaper. Dermed skal der være 
mulighed for at kunne redigere og tilføje målinger for virksomhederne.  
4 -  
(diskussionen 
var god) 
3 Jeg programmerede indtastningen af data for virksomheder i form af variabler og 
procesmålinger. Dette gik ud på at få det indtastet data til at ligge i den lokale 
database. Jeg synes der manglede et overblik af hvordan arbejdsprocessen med 
dataindtastningen. Skal f.eks. synes jeg det kunne være relevant at gøre det 
muligt at vælge en værdi (variable) ud fra dropdown boks med piletasterne, 
hvilket ikke nået at blive implementeret. Men vi fik det grundlæggende til at 
virke.  
3 
4 I løbet af programmeringen blev der lavet noget fejlhåndtering, men der blev 
ikke lavet JUnit testning. Testning blev gjort ad hoc, hvilket vil sige at når der 
opstod en fejl blev den fanget og håndteret. Men fordi der ikke blev lavet JUnit 
testning blev det hurtigt uoverskueligt hvilke scenarier som var blevet testet og 
dermed håndteret. 
2 
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5 Vi forberedte os på at have et sprint review og planlægningsmøde med Per fra 
Whitebox. Dette gjorde vi i form af at vise hinanden det vi havde fået lavet og 
gennemgik hvad der var relevant at få snakket om på mødet. Derudover testede 
Rasmus min kode med rollen som Per, hvilket fik fremprovokeret nogle fejl hvor 
nogle blev ændret mens andre tog for lang tid at rette. 
4 – 
Gennemgang 
var godt! 
6 Indskrivning af logbog for d. 25 blev gjort d. 26, hvilket har gjort at nogle dele 
muligvis ikke er blevet skrevet ned. Der er nogle elementer fra d. 25 som jeg kun 
halvt kan huske. 
2 
 
D.2 – Anders Logbog (Sprint 2) 
Dagsrapport  
Dato Tid Beskrivelse 
31/03-
15 
13:00-
15:00 
Havde diskussion med Roligen omkring designet af Whitebox 
nuværende modenhedsmodel.  
01/04-
15 
 Udarbejdelse af nyt design af Whitebox modenhedsmodel + 
Programmering af modenhedsmodellen.  
02/04 7:00-
9:30 
Arbejde på programmeringsrelaterede problemer af 
modenhedsmodellen. 
1:Fungeret ikke (Ubrugeligt) [0-15] 
2:For lidt fungeret til at være holdbart / Meget få ting fungeret (Skrøbeligt) [15-30] 
3:Fungere tilstrækkeligt (Acceptabelt) [30-60] 
4:Størstedelen fungeret (Yderst Acceptabelt) [60-85] 
5:Næsten Perfekt (Best Case) [85-100] 
Dato: 31/03-2015 
Log Oversigt  
Log indlæg 
ID Indlæg Niveau 
1 Rasmus og jeg fik hjælp af Roligen med at komme på nye design forslag til 
Whitebox modenhedsmodel.  
Skygge illustrere dybde 
 
 
 
  
Pries-Heje & Olsen 
 
 
S i d e  154 | 471 
 
 
Dato: 01/04-2015 
Log Oversigt  
1) Diskussion af designet af Whitebox modenhedsmodel 
2) Opdeling af arbejde 
3) Java programmerings problemer 
4) Photoshop (grafik til modenhedsmodellen) 
Log indlæg 
ID Indlæg Niveau 
1 Diskussion mellem Rasmus og jeg, omhandlende hvad der skal ændres i Whitebox 
modenhedsmodel. Vi kom begge med konkrete forslag (ud fra vores samtale med 
Roligen) til ændringer af hvordan man f.eks. skal præsenteres for indholdet af 
modellen og selve modellens udseende.  
4 
2 Vi besluttede at opdele arbejdet således Rasmus lave det vi på nuværende tidspunkt 
vil kalde et High Fidility mock-up (HTML5, JavaScript/AngularJS og CSS) og jeg 
begyndte at lave et design i Photoshop til brug i Java.  
4 
3 Jeg har haft nogle problemer med at programmere Whitebox modenhedsmodellen. 
Problemet er at jeg kan tegne et billede (et felt) men resten kommer ikke, samtidig er 
det kun det sidste felt der bliver tegnet.  
 
4 Lavet knapper og andet grafik i photoshop der skal bruges til programmeringen af 
modenhedsmodellen 
3 
 
Dato: 02/04-2015 
Log Oversigt  
 
Log indlæg 
ID Indlæg Niveau 
1 Jeg stod tideligt op og rettede nogle problemer i Java koden der gjorde at 
programmet ikke kunne display alle billeder. Problemet blev ikke løst. 
Arbejdet  
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Dato: 07/04-2015 
Log Oversigt  
 
Log indlæg 
ID Indlæg Niveau 
1 Jeg fik ordnet problemet med at Java koden kun viste det sidst indtastede 
billede. Problemet skyldes dels at billederne blev skrevet på en måde at 
de overskrev hinanden (uden at være ovenpå hinanden) og dels at 
billederne ikke blev tilføjet til winduet (JFrame) ordentligt. 
4 
 
Dato: 08/04-2015 
Log Oversigt  
 
Log indlæg 
ID Indlæg Niveau 
1 Rasmus og jeg har lavet udregninger der gør at modellen bliver vist på 
den samme måde som Whitebox nuværende modenhedsmodel er 
opbygget.  
 
2 Vi gik hurtigt i gang med at diskutere hvordan udregninger skulle 
udformes, hvorefter noget tid vi blev enige om at vi skulle udregne 
placeringerne processerne med procenter. Med dette menes der at 
grupperne havde skygge inkorporeret i sig, hvilket betyder at midten af 
gruppens billede ikke var den midt som processen skulle være i. Dermed 
fandt vi ud af hvilke procenter som der skulle trækkes fra i siderne 
således vi kunne finde den midte vi havde brug for til at placere 
processerne. Grunden til vores valg endte med at være procenter skyldes, 
at vi ønskede at lave modellen i forskellige størrelser.  
4 
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Dato: 09/04-2015 
Log Oversigt  
 
Log indlæg 
ID Indlæg Niveau 
1 Vi havde på nuværende tidspunkt lavet udregninger der gjorde det muligt 
at vise den første gruppe med processerne korrekt. Jeg tilføjede dernæst 
(på denne dag) de tre resterene grupper, hvor det gik op for mig at vores 
udregninger ikke medtog x-aksen hvilket resulterede i at alle gruppe blev 
skrevet oven på hinanden. Dette fik jeg lavet nogenlunde om på, men der 
var stadig nogle udligheder og det fungerede ikke ordentligt i forskelige 
størrelser af modellen. 
3 
 
Dato: 12/04-2015 
Log Oversigt  
 
Log indlæg 
ID Indlæg Niveau 
1 Jeg fik lavet noget funktionalitet der gjorde det muligt at tage data fra 
databasen og indsætte det i modellen.  
 
 
Dato: 14/04-2015 
Log Oversigt  
1) Gennemgang af kode 
2) Få modenhedsniveauet ind i procesindtastningen 
3) Tjek om modenhedsniveau er valid 
4) Revideringen af databasestruktur (indsæt modenhedsniveau) 
5) Revidering af tidligere kode så det fungere i forhold til databasen 
6) Procesnavne blev lavet om det til korrekte 
7) Det er nu muligt at tage data fra databasen og indsætte i modellen 
Log indlæg 
ID Indlæg Niveau 
1 Gennemgang er kode jeg tidligere har lavet  
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2 Vi fandt ud af at modenhedsniveauet ikke blev indskrevet med procesdata, hvilket det 
burde blive. Dermed blev der kigget på den tidligere kode for at gøre det muligt.  
 
3 I forbindelse med at modenhedsniveauet var en del af procesindtastningen skulle vi 
lave et tjek af værdien for at finde ud af om det var en valid værdi. Værdien er valid 
hvis det er et tal mellem 0 og 4 og hvis det stod i kvartaler. 
 
4 Fordi der skulle indskrives et modenhedsniveau var det nødvendigt at revidere 
databasen således det kunne gemmes i forhold til den enkelte virksomheds id. Det 
forholder sig således at hvert virksomheds id ikke blot er for én konkret virksomhed, 
men samtidig kun relatere sig til et kvartal. Dermed hvis whitebox har lavet flere end 
en vurdering af 1 specifik virksomhed ville hver vurdering have sit eget virksomheds 
id.   
 
5 Efter ændring af database og indtastningsfelter var der nu problemer med den 
tidligere kode. Dette skyldes blandt andet at modenhedsniveauet blev gemt i forhold 
til et virksomheds id i tabellen for virksomheds id, år og kvartal. Dette gjorde at når vi 
forsøgte at tilføje nye virksomheds id’er til databasen skete der en fejl i databasen. 
Modenhedsniveauet var sat således at det ikke måtte være null. Dermed når vi 
indskrev en ny virksomhed (hvor vi ikke skrivet noget om modenhedsniveauet) blev 
det ikke indsat en modenhedsniveau og dermed skete der en fejl. Det blev lavet om 
således at modenhedsniveauet godt må være null. Der var stadig problemer med 
indtastningen af procesmålingerne som ikke blev løst denne dag.  
 
6 Processerne var tidligere kaldt proces 1, proces 2 osv. Hvor det nu er de korrekte 
navne og forkortelser der bruges.  
 
7 Jeg fik lavet noget funktionalitet der gjorde det muligt at tage data fra databasen og 
indsætte det i modellen. 
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Dato: 15/04-2015 
Log Oversigt  
1. Lavede tjek om virksomhed eksistere før indskrivning af processer 
2. Tjek om data allerede eksistere for virksomhed og proces.  
3. Rettede numre og farve så det passede 
4. Tallene blev lavet om således et 1 tal blev til 0,1 osv.  
5. Ordnede fejl med indtastning af procesdata (INSERT => UPDATE) 
6. Ændre hvordan billeder blev gemt og indlæst i programmet 
Log indlæg 
ID Indlæg Niveau 
1 Jeg fik lavet noget fejlbehandling i form af at tjekke hvorvidt virksomheds id’et 
eksisterede i tabellen for alle virksomheds id’er, hvis den ikke gjorde dette skulle den 
komme med en fejl om at virksomheds id’et ikke eksisterede.   
 
2 Tjek om data for procesmålingerne allerede var indtastet i databasen. Dette skal dog 
muligvis laves om i forhold til at de muligvis gerne vil have det således at de kan 
ændre på det data de allerede har sat ind.  
 
3 Rasmus påpegede en fejl omkring tallene og farvningen for processerne. Det skal være 
sådan at 4 er en grøn farve, men det var faktisk lavet således at 4 blev til en rød farve.  
 
4 Tallene i modellen stod som det indskrevne data for procesmålingerne, hvilket er 
0,1,2,3 og 4. Dette skulle laves om således at 1 = 0.1, 2 = 0.35, 3 = 0.65 og 4 = 0.9.    
 
5 Der var en fejl i indtastningen af procesmålinger og fejlen var at modenhedsniveauet 
blev indsat i databasen som en INSERT, hvilket burde være en update. Dette skyldes at 
modenhedsniveauet bliver sat ind i tabellen for virksomheds id’er og da id’et altid vil 
være indskrevet først er det således at modenhedsniveau skal indsætte ved at 
opdatere den enkelte række.  
 
6 Måden billederne blev gemt og indlæst fungerede ikke når vi eksporterede 
programmet til en eksikverbar fil. Dermed skulle vi finde en ny måde at gøre dette på. 
Det gjorde vi ved at gemme billederne anderledes og anvende en anden metode til at 
indlæse billederne.  
 
 
 
D.3 – Anders Logbog (Sprint 3) 
Dagsrapport  
Dato Tid Beskrivelse 
16/04 13:00-18:00 Arbejdede på user story 1) Små rettelser 
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19/04 15:00-18:00 Skrive logbog for manglende dage 
20/04 15:00-17:45 Pair Programming med Rasmus (Show Firms), dagligt møde 
(arbejdsfordeling) og prioritering af akademisk arbejde   
21/04 14:00-18:00 Forbedringer tidligere kode, omdøbning af classers navne og arbejde med 
user story 3 
22/04 14:00-16:30 Færdig med user story 2, arbejde med user story 3 og ændring af 
modellens processer 
24/04 ??:??-21:30 Videre arbejde med user story 3, redigering af prioriteringen af akademisk 
arbejde, WB og BB testning 
26/04 13:30-18:00 Forbedringer af WB og BB testning, redigering af rapport. 
27/04 11:00-16:00 Problemer med at få den korrekte data ud fra databasen i forhold til at 
søge efter parametre. 
28/04 11:00-13:00 Har stadig problemer. 
28/04 17:00-23:59 Fandt en løsning til problemet. 
29/04 17:00-23:59 Fik laver User story 3 færdig. Mangler nogle få ting at blive skrevet ud på 
modellen. 
30/04 13:30-17:00 Rasmus og jeg lavede par programmering og fået lavet teksten korrekt på 
modenhedsmodellen 
1:Fungeret ikke (Ubrugeligt) [0-15] 
2:For lidt fungeret til at være holdbart / Meget få ting fungeret (Skrøbeligt) [15-30] 
3:Fungere tilstrækkeligt (Acceptabelt) [30-60] 
4:Størstedelen fungeret (Yderst Acceptabelt) [60-85] 
5:Næsten Perfekt (Best Case) [85-100] 
Dato: 16/04-2015 
Log Oversigt  
1) Udarbejdselse af plan for user story 1 
2) Arbejde alene og fejlhåndtering 
3) Par programmering med Rasmus 
Log indlæg 
ID Indlæg Niveau 
1 Jeg lavede på User story 1 og udarbejde en lille plan over de ting der skulle laves.  
Automatisk justering af vinduets størrelse i forhold til skærmen 
Systemet skal kunne håndtere mellemrum ved dataindtastning 
Rækkefølgen af CMMI processer skal ændres for dataindtastningen 
For indtastning af data om CMMI processer skal et blank felt være det samme som 0 
Grafikken af modenhedsmodellen skal ændres 
4 
2 Jeg lavede b og c som det første. Samtidig anvendte jeg tiden til at ændre vores 
fejlhåndtering. Før anvendte vi tal til at angive hvilken fejl der blev gjort og dertil 
4 
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udfører den relevante fejlhåndtering. Dette gør vi stadig, men i stedet for at angive 
tallene direkte har vi gjort brug af variabel navngivning der referer til et tal. Dette 
betyder at fejlen går fra at sige ”error = 1” til at sige ”error = 
ID_NUMBER_FORMAT_EXCEPTION”, hvor ID_NUMBER_FORMAT_EXCEPTION er lig 
med 1. Dette gør vi for at koden bliver mere læselig.  
3 Senere kom Rasmus fra sit kursus og vi begyndte på opgave a og c. Dette gjorde vi i 
form af pair programmering, hvilket fungerede rigtig godt fordi der var allerede 
eksisterende kode vi kunne diskutere med hinanden om hvordan skulle ændres.  
3 
 
Dato: 20/04-2015 
Log Oversigt  
1) Par programmering 
2) Brug ekstra monitor når der par programmers 
3) Anders var den eneste der sad ved tastaturet 
4) Analog redskaber til bedre kommunikation 
5) Formålet med dagen 
6) Koden som vi fik ordnet 
Log indlæg 
ID Indlæg Niveau 
1 Rasmus og jeg lavede pair programming. Det fungerede rigtig godt og Rasmus blev 
mere skarp på hvad koden gjorde og det lød som om at han forstod det hele. Han kom 
selv med forslag til hvordan koden skulle ændres således den både gjorde det 
korrekte, men også ikke gjorde noget der var unødvendigt. Dette kunne f.eks. være at 
vi tog noget data med fra databasen som ikke var nødvendigt eller gemte noget data 
der ikke var relevant.  
4 
2 Rasmus konstaterede at par programmering fungerede bedst når vi havde hver sin 
skærm, hvilket vi jo mente tidligere ikke var nødvendigt. Han forklarede at overblikket 
af koden var nemmere at få og i den forbindelse var det så nemmere at kommunikere 
omkring koden. 
4 
3 Par programmeringen fungerede således at jeg sad på min computer og havde 
tilkoblet en moniter. Rasmus brugte moniteren til at få sit eget overblik af koden og vi 
kunne dermed kommunikere sammen. Det var dog kun mig der sad ved tastaturet og 
programmeret, hvilket ikke stemmer overens med det man burde gøre når man laver 
par programmering. 
2 
4 Vi anvendte også papir, blyant og tus for at udbyde hvad der blev talt om når en 
diskussion blev taget op. Dette kunne f.eks. være hvordan flere nested loops 
fungerede i forhold til hinanden.  
4 
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5 Vi nåede ikke så meget, men formålet var at få Rasmus bedre ind i koden således han 
kan arbejde med det selv. Vi nået at få snakket om meget og kom godt rundt i koden, 
så formålet med dagen blev opfyldt tilfredsstillende. 
3 
6 Vi fik ordnet nogle problemer med koden angående årstallet og kvartallet der bliver 
givet når der indtastes et firma id. Problemet var at det er muligt at indtaste et år og 
kvartal som var i fremtiden, dette er ikke længere muligt.  
Vi begyndte på funktionaliteten der skal vise alle virksomheds id’er. 
3 
 
Dato: 21/04-2015 
Log Oversigt  
1) Ændringer og forbedringer af tidligere kode 
2) Om navngivning af klasser 
3) Starten på user story 3 
Log indlæg 
ID Indlæg Niveau 
1 Databasens struktur blev ændret d. 20 og derfor var der behov for at forbedre og 
ændre på koden for dataindtastning af virksomheds id’er. Den tidligere kode 
håndterede relationen mellem virksomheds id’er og deres relation til specifikke 
variabler på en forkert måde. Det blev gjort ståledes at enhver variable havde et unikt 
identifikations nummer så den kunne stå alene, hvor det i stedet burde være relateret 
til en specifik kategori.  
3 
2 Rasmus og jeg blev enige om at klassernes navne var for lange og ikke sigende nok. 
Derfor blev de ændret ud fra følgende kriterie; hvis en boundry eller controller 
håndtere dataindtastning skal de hede input som det første, hvorimod hvis der blot 
fremvises data skal det første navn være display.  
3 
3 Jeg påbegyndte arbejdet med User story 3. Jeg fik nogle små ting til at virke med at 
kunne hente den relevante information ud af databasen.  
2 
 
Dato: 22/04-2015 
Log Oversigt  
 
Log indlæg 
ID Indlæg Niveau 
1 Hjalp Rasmus med at få lavet user story 2 færdig.  3 
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2 Jeg fandt ud af hvordan jeg kunne få parametrene vise så det er muligt at lave 
checkbokse hvor man kan udvælge hvilke parametre søgningen skal være i forbindelse 
med user story 3.  
3 
3 Jeg ændrede modenhedsmodellens visning af processer. De blev lavet om grafisk fra 
afrundede firkantede kasser med en lidt mellemrum til firkantede med skarpe hjørne 
og ingen mellemrum.  
3 
 
Dato: 24/04-2015 
Log Oversigt  
 
Log indlæg 
ID Indlæg Niveau 
1 Jeg har et problem med udvælgelsen af parametre i forhold til checkboksene. 
Problemet er at jeg skal gemme parametrens variable id og kategori id, hvilket ikke er 
så lige til.  
2 
2 Ændringer på vores prioritering af hvad vi gerne vil have lavet af akademisk arbejde. 
Dette skyldes at vi skal fremvise for morten til vejledermøde d. 27.  
3 
3 Vi påbegyndte arbejdet med Whitebox og Blackbox testning både ved at diskutere 
hvordan vores testning skal dokumenteres og ved at begynde testningen af en af 
vores brugerinterfaces.  
4 
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Dato: 26/04-2015 
Log Oversigt  
 
Log indlæg 
ID Indlæg Niveau 
1 Vi lavede forbedrninger af Rasmus’es blackbox og whitebox testning. Dette foregik 
gennem par programmering. Vi fandt frem til en måde der gjorde testningen mere 
automatiseret til fremtidig brug.  
3 
2 Jeg sad og redigerede i rapporten. 2 
 
Dato: 27/04-2015 
Log Oversigt  
Log indlæg 
ID Indlæg Niveau 
1 Jeg programmerede alene på user story 3. Der var et problem med at få 
data ud af databasen når der skal søges ud fra parametre. Problemet var 
at finde de korrekte virksomheds id’er der skal bruges i forhold til at få 
den korrekte data.  
Søgningen er således at der udvælges nogle parametre ud fra de 
kategorier og variabler som er i systemet. Disse parametre, såsom antal 
ansatte skal være under 50, er det som afgøre hvilke virksomheds id’er 
der skal tages med i sammenligningen. Det at udvælge de korrekte id’er 
fandt jeg ud af var sværre en man lige skulle regne med.  
2 
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D.4 – Rasmus Logbog (Sprint 1) 
Dagsrapport  
Dato Tid Beskrivelse 
24/03-
2015 
11:30-
12:30 
Vejledermøde 
24/03-
2015 
12:30-
16:30 
Pair Programming (Kodning af samarbejde mellem layout og 
dataindstastningskode, Kodning af layout for indtastning af 
dataset, Kode dataindtastningen til database) 
25/03-
2015 
16:10-
16:30 
Daglig Sprint møde 
25/03-
2015 
16:30 - 
17:30 
Gennemgang af kode og diskussion af mulig interface layout 
25/03-
2015 
17:30 - 
18:40 
Udvikling af hjemme side mock-ups af mulige layout af process 
indskrivning.  
25/03-
2015 
19:30 - 
20:20 
Udvikling af hjemme side mock-ups af mulige layout af process 
indskrivning.  
25/03-
2015 
19:30 - 
23:30 
Udvikling af hjemme side mock-ups af mulige layout af process 
indskrivning.  
25/03-
2015 
23:30 - 
00:30 
Afprøvning af JAVA kode og test af fejl håndtering. 
Dato: 24/03-2015 
Log Oversigt  
Hvert indlæg har sine egne notifikationer. En notifikation er blot et uddrag af hvad som er vigtigst i 
det pågældende indlæg. Dette skal være meget kortfattet, da det skal anvendes som en form for oversigt 
af indlæggende.  
1) Pair Programming Samarbejde 
2) Pair Programming & Testing med JUnit  
3) Afsætning af tid for logbogsskrivning 
4) Daglige Scrum møde 
Log indlæg 
Hvert indlæg præsenteres ved et angivet nummer. Ved hvert indlæg skal hele processen beskrives fra 
start til slut. Senere skal der laves stikord 
ID Indlæg Niveau 
1 Anders og jeg arbejdet sammen via pair programming på at få færdig gjort vores it-
løsning så det er muligt at indtaste data der derefter bliver lagt ind på den lokale 
4 
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server. Dette omhandlede hovedsagligt at sikre at det input systemet fik var valide 
værdige, og sikre at hvis der var nogle værdige der førte til en error var vores kode sat 
op til at kunne håndtere disse problemmer.    
2 Undervejs mens Anders og jeg arbejdet med koden begyndte vi at lave test scenarier 
vi JUnit som gør det muligt at tjekke at programmet opføre sig som det bør, ved f.eks. 
at tjekke den error der opstår stemmer overens med hvad vi regnede med.   
4 
3 Som afslutning på dagen afsatte Anders og jeg tid af til at skrive logbog, så vi var sikre 
på at vi fik det gjort. Jeg havde dog nogle mindre problemer som betød jeg først fik 
skrevet log bogen langt sener på aften. 
4 
4 Som regel er det nødvendigt hverdag at holde et scrum møde hvor det bliver planlagt 
hvem arbejder med hvad på den specifikke dag. For det meste starter vi dagen ud 
med et sådan møde, men i dag blev vi enig om at vi sammen vil arbejde på vores it-
løsning i dag uden dette møde. Vi vil dog prøve at holde fast i dagligt at holde dette 
møde i fremtiden selv hvis vi kan blive enig om hvad der skal arbejdes med uden. 
3 
 
Dato: 25/03-2015 
Log Oversigt  
Hvert indlæg har sine egne notifikationer. En notifikation er blot et uddrag af hvad som er vigtigst i 
det pågældende indlæg. Dette skal være meget kortfattet, da det skal anvendes som en form for oversigt 
af indlæggende.  
1) Daglige Scrum møde 
2) Gennemgang af kode og diskussion af mulig interface layout 
3) Udvikling af hjemme side mock-ups af mulige layout af process indskrivning. 
4) Afprøvning af JAVA kode og test af fejl håndtering. 
Log indlæg 
Hvert indlæg præsenteres ved et angivet nummer. Ved hvert indlæg skal hele processen beskrives fra 
start til slut. Senere skal der laves stikord… 
ID Indlæg Niveau 
1 På det daglige Scrum møde talte vi om hvad vi havde nået og planlagde hvad vi hver i 
sær skulle arbejde med, og  satte tid af til at afprøve produkt 
4 
2 Efter vores scrum møde gennemgik vi vores nuværende kode og talte om hvornår det 
skulle være muligt at indskrive nye virksomheder, og hvornår det skal være muligt at 
indskrive processer for en bestemt virksomhed. 
3 
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3 Der blev udviklet en hjemmeside hvor det var muligt dynamisk at lava tabeller af 
forskellige størrelser, som kunne bruges til at eksemplificere forskellige layouts. Det 
var også muligt hurtigt at lave et nyt layout ud  
4 
4 Vi gennemgik vores kode og tjekkede hvordan vores kode håndterede forskellige 
former for fejl for at sikre det ikke var muligt under test af koden hos Whitebox, at 
komme til en fejl vi ikke kunne forklarer   
3 
D.5 – Rasmus Logbog (Sprint 2) 
Dagsrapport  
Dato Tid Beskrivelse 
31/03/2015 13:00-
15:00 
Møde med Roligen omkring hvordan man kunne ændre og 
forbedre designet af Whitebox nuværende 
modenhedsmodel.  
Dato: 31/03-2015 
Log Oversigt  
1) Møde med medstuderende omkring design for Whitebox modenheds model. 
Log indlæg 
ID Indlæg Niveau 
1 Indledende havde vi møde med en af vores medstuderende 
omkring hvordan vi kan forbedre layoutet af fremvisning af 
resultater af Whitebox modenheds model. Nogle af de ting vi kom 
frem til var. 
Bokse med baggrunds skygge eller bokse der har 3d design giver 
en fornemmelse af at det er muligt at trykke på boksen.  
Fladt design på baggrunden fik det hele til at virke fladt. 
Muligheden for kun at kunne se processor inden for udvalgte 
kategorier gave mening  
3 
 
Dato: 01/04-2015 
Log Oversigt  
1) Diskussion af designet af Whitebox modenhedsmodel 
2) Opdeling af arbejde 
3) HTML codning 
Log indlæg 
ID Indlæg Niveau 
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1 Ud fra vores samtale med Roligen dagen før havde Anders og jeg en samtale om 
forskellige måder som de nye layout kunne se ud på. Vi havde begge forskellige 
forslag omkring hvordan designet skulle se ud udfra de forslag Roligen kom med, men 
vi blev enig om at en af de ny features vi først vil prøve at implementere er at de fire 
overordnet fokus områder i Whitebox modenhedsmodel skulle have en baggrund 
baseret på områdets samlede score.  
4 
2 For både at have det kode vi havde brug for klar til afrundingen af næste sprint og 
samtidig kunne vise nogle af de layout overvejelser vi har haft bestemte vi os til at 
opdele arbejdet. Ud fra denne opdeling begynde jeg at lave en High Fidility mock-up 
(HTML5, JavaScript/AngularJS og CSS) og Anders begyndte at lave et design i 
Photoshop og kode i Java.  
4 
3 Jeg gik i gang med at kode layoutet af det nye layout til Whitebox modenhedsmodel 
og efter besvær med funktioner som opacity og nogle andre funktioner fik jeg lavet et 
overordnet layout af alle 22 processor. 
3 
 
Dato: 07/04-2015 
Log Oversigt  
1) Arbejde med at få lavet en række forbedringer til HTML og AngularJS kode 
Log indlæg 
ID Indlæg Niveau 
1 Arbejdet kun kort tid med at få ændret HTML og AngularJS kode  så alle processer var 
vist og nummerere dem i den orden de skulle sættes ind. 
2 
 
Dato: 08/04-2015 
Log Oversigt  
1) Gennemgang af kode 
2) Oprettet tre forskellige skærm størrelser i programmet så vores model kunne passe til 
forskellige størrelser skærme. 
3) Revider udregninger for hvordan ting bliver tegnet i vores model og hvordan tekst blev centreret 
på skærmen. 
4) Udregning af hvad forskellen skulle være alt efter om det er en stor eller lille skærm modellen 
bliver vidst på 
Log indlæg 
ID Indlæg Niveau 
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1 Inden jeg og Anders begyndte at arbejde sammen brugte vi ca. 20 min på at 
gennemgå det kode Anders havde skrevet siden sidst. 
4 
2 Indledende havde vi kun lavet en skærm størrelse til modellen, men vi blev hurtigt 
enig om at vores skærm størrelse ikke nødvendigvis var den samme som Whitebox og 
derfor valgte vi at lave tre forskellige størrelser som fremvisningen af de udvalgte 
resultater.  
3 
3 Vores indledende udregninger for hvor de forskellige processer skulle stå i vores 
model viste sig at være helt ved siden af specielt i forhold til størrelse. Begrundelsen 
for dette var at vi havde lavet en skygge på det biled vi brugte som baggrund i vores 
program og derfor sad vores processor forkert. For at løse dette gik vi ind i photoshop 
og fandt frem til hvor mange pixels skyggen udgjorde af hele billedet, og ud fra dette 
regnede vi os frem til den nærmeste hele procent. Denne samme proces brugte vi på 
afstanden der skulle være mellem hvor billedet startede og den første boks for 
målingen i en proces skulle stå. Det samme gjorder vi for mellemrummet mellem de 
enkelte bokse. Efter at havde fået alle boksende til at stå pænt kom vi frem til at der 
var et problem med at vores tekst ikke stod centreret. For at løse dette problem fandt 
vi på nettet ud af man kunne regne længden af ens tekst ud, og ud fra dette finde ud 
af at midt centrere teksten. 
3 
4 Efter at havde fået det resterende kode til at virke blev det klart for os at størrelsen på 
de enkelte processers navn ikke var passende i alle de tre størrelser vi havde skabt og 
derfor lavede vi noget kode der tjekkede vor stor skærmen var og satte størrelsen på 
teksten derefter.   
2 
 
Dato: 14/04-2015 
Log Oversigt  
1) Gennemgang af kode 
2) tilføj overordnet modenhedsniveau til indskrivning i proces. 
3)  Revidering af database og klassediagram.  
4) Tilføj ny fejlhåndtering af modenhedsniveau. 
Log indlæg 
ID Indlæg Niveau 
1 Inden jeg og Anders begyndte at arbejde sammen brugte vi ca. 20 min på at 
gennemgå det kode Anders havde skrevet siden sidst. 
4 
2 Anders og jeg via pair programming fik revideret vores intatstnings felt for processor 
så det også inkluderet et felt hvor man kan skrive virksomhedens samlede score.   
3 
3 For at kunne tilføje modenhedsniveau i processor var det nødvendigt at slette vores 
nuværende database og lave en ny med de rigtige indtastnings felter.   
2 
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4 Efter vi havde tilføjet modenhedsniveau var det nødvendigt at lave nogle if 
statements som tjekkede om det modenhedsniveau der er blevet skrevet ind er validt. 
3 
 
Dato: 15/04-2015 
Log Oversigt  
1) Tjek på om id'et allerede eksisterede i process tabellen og hvis dette var tilfældet fik vi en error.  
2) rettet modenhedsbiveau til at være en update i stedet of insert  
3)  Vi rettede farver og numre så de passede. Log indlæg 
4) ændre hvordan billeder bliver gemt i programmet  
ID Indlæg Niveau 
1 Efter de ændringer vi havde lavet dagen før var det nu relevant at tjekke først om det 
virksomheds id der blev skrevet ind i proces delen allerede eksisteret som et id for en 
virksomhed og hvis dette ikke var tilfældet skulle vores program håndtere denne fejl 
og fortæller brugeren hvad fejlen var. Hvis id'et eksisterede for en virksomhed, og 
id'et også eksisteret i proces tabellen kommer vores program med en fejl meddelelse. 
3 
2 I et stykke tid virkede vores program overhoved ikke da det altid kom med en fejl om 
at det id vi havde skrevet ind i proces allerede eksisteret i databasen. Begrundelsen 
for denne fejl viste sig at være baseret på, at vi var kommet til at lave to insert i proces 
i stedet for en insert og en update. 
3 
3 Vi begyndte at gennem gå programmet og kom frem til at farverne blev vist forkert og 
at tallene på de enkelte målinger ikke passede. Dette ændrede vi så det passede med 
det resterende.  
4 
4 Som afrunding på denne aften vil vi gemme vores program som en eksekverbar fil som 
medlemmerne af Whitebox selv kan åbne på deres egen computer. Det vidste sig dog 
at der var et lille problem med hvordan vi gemte billedrne, men efter lidt søgen på 
nettet fandt vi en løsning.   
4 
 
5 Jeg blev færdig med at programmere tabellen i HTML og AngularJS så vi kunne vise 
dem hvordan vi kunne gemme dele af modellen væk efter behov. 
2 
D.6 – Rasmus Logbog (Sprint 3) 
Dato: 31/03-2015 
Log Oversigt  
1) Møde med medstuderende omkring design for Whitebox modenheds model. 
Log indlæg 
ID Indlæg Niveau 
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1 Indledende havde vi møde med en af vores medstuderende omkring 
hvordan vi kan forbedre layoutet af fremvisning af resultater af Whitebox 
modenheds model. Nogle af de ting vi kom frem til var. 
Bokse med baggrunds skygge eller bokse der har 3d design giver en 
fornemmelse af at det er muligt at trykke på boksen.  
Fladt design på baggrunden fik det hele til at virke fladt. 
Muligheden for kun at kunne se processor inden for udvalgte kategorier 
gave mening  
3 
 
 
Dato:20/04-2015 
Log Oversigt  
1) Par Programming 
2) Analog redskaber 
3) Dagens mål 
Log indlæg 
ID Indlæg Niveau 
1 Dagen startede ud med at jeg og Anders lavede par programmering dette gjorder vi 
ved at Anders sad med koden på sin egen skærm og jeg kunne se koden på en ekstern 
monitor. Dette viste sig at være en gode måde at skabe overblik da det gjorder det 
muligt for mig at se den kode Anders forklarede eller kodede undervejs og derved 
komme med spørgsmål til koden og forslag til forbedringer, som f.eks. kode der ikke 
burde hente bestemte oplysninger eller kode der burde hente flere oplysninger. 
3 
2 Flere gange undervejs i vores par programmering kom vi til problemer der var meget 
svære at overskue uden fysisk at kunne se hvad den anden talte om. I disse situationer 
valte vi at gøre brug af store stykker papir som vi kunne bruge til at forklarer hvordan 
ting fungerede i koden, eller hvordan vi forstillede os koden fungerede. 
4 
3 Dagens mål var at få sat mig bedre ind i koden så jeg selvstændig kan arbejde med 
den, så Anders og jeg kan arbejde samtidig med vores kode. Vi nået et langt stykke af 
vejen i dag og jeg føler jeg har et bedre overblik af koden nu, men vi nåede ikke at 
blive helt færdige desværre  
3 
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Bilag E – Sprint dokumentationsdokumenter 
I dette bilag har vi alle vores sprint dokumentationsdokumenter, der indeholder vores estimeringer 
og de opgaver vi har lavet i form af Scrum board. Vi har desværre ikke dokumenteret alle møder hvor vi 
har haft fat i Scrum boardet.  
Reference  Beskrivelse Side antal 
E.1 Sprint backlog og Scrum Board sprint 1 171 
E.2 Sprint backlog og Scrum Board sprint 2 174 
E.3 Sprint backlog og Scrum Board sprint 3 179 
E.4 Sprint backlog og Scrum Board sprint 4 185 
 
E. 1 - Sprint backlog og Scrum Board sprint 1 
Estimering: 
User Story To Do Score 
Brugere skal have mulighed for 
at indtaste dataset for 
virksomheder. Dataset består 
af variabler relateret til 
specifikke processers 
aggregeret modenhedsniveau. 
Mock-up af layout for 
indtastning af dataset 
1 
Kodning af layout for indtastning 
af dataset 
5 
Kodning af samarbejde mellem 
layout og dataindstastningskode 
6 
E/R diagrammering af 
Databasestruktur 
½ 
Domain Model af koden. ½ 
Kode dataindtastningen til 
database 
5 
(Samarbejde mellem Derby & 
MySQL) 
(4) 
(Log-in funktionalitet) (7) 
Class Diagram af 
Databasestruktur 
½ 
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Oversigt: d. 18/03-2015 
User Story To Do Doing Done Done Done 
Brugere skal have 
mulighed for at 
indtaste dataset 
for virksomheder. 
Dataset består af 
variabler relateret 
til specifikke 
processers 
aggregeret 
modenhedsniveau. 
 Mock-up af 
layout for 
indtastning af 
dataset 
(Rasmus) 
  
Kodning af layout for 
indtastning af dataset 
   
Kodning af 
samarbejde mellem 
layout og 
dataindstastningskode 
   
E/R diagrammering af 
Databasestruktur 
   
 Domain Model 
af koden 
(Anders) 
  
Kode 
dataindtastningen til 
database 
   
(Samarbejde mellem 
Derby & MySQL) 
   
(Log-in funktionalitet)    
Class Diagram af 
Databasestruktur 
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Oversigt: d. 20/03-2015 
User Story To Do Doing Done Done 
Done 
Brugere skal have 
mulighed for at 
indtaste dataset for 
virksomheder. 
Dataset består af 
variabler relateret til 
specifikke 
processers 
aggregeret 
modenhedsniveau. 
  Mock-up af 
layout for 
indtastning 
af dataset 
(Rasmus) 
 
Kodning af layout for 
indtastning af dataset 
   
Kodning af 
samarbejde mellem 
layout og 
dataindstastningskod
e 
   
E/R diagrammering af 
Databasestruktur 
   
 Domain Model 
af koden 
(Anders) 
  
 Kode 
dataindtastnin
gen til 
database 
(Anders) 
  
(Samarbejde mellem 
Derby & MySQL) 
   
(Log-in funktionalitet)    
 Class Diagram 
af 
Databasestrukt
ur (Rasmus) 
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Oversigt: d. 25/03-2015 
User Story To Do Doing Done Done Done 
Brugere skal have 
mulighed for at indtaste 
dataset for 
virksomheder. Dataset 
består af variabler 
relateret til specifikke 
processers aggregeret 
modenhedsniveau. 
   Mock-up af layout 
for indtastning af 
dataset 
   Kodning af layout 
for indtastning af 
dataset (Anders & 
Rasmus) 
  Kodning af samarbejde 
mellem layout og 
dataindstastningskode 
(Anders & Rasmus) 
 
   E/R diagrammering 
af Databasestruktur 
   Domain Model af 
koden (Anders) 
  Kode dataindtastningen 
til database (Anders & 
Rasmus) 
 
(Samarbejde 
mellem Derby 
& MySQL) 
   
(Log-in 
funktionalitet) 
   
   Forberedelse til 
sprint review møde 
og 
planlægningsmøde 
   Class Diagram af 
Databasestruktur 
1) kode et interface der gør det muligt at se at entries i databasen indeholder det korrekte data. 
2) Lave forberedelse til sprint mødet d 26/03-2015. 
3) Evt. dokumentere koden mere i form af Domain models osv.  
E. 2 - Sprint backlog og Scrum Board sprint 2 
Estimering:  
Hvordan har estimeringen foregået?  
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User Story To Do Score 
Grafisk præsentation af 
modenhedsmodel 
Layout – Hvordan skal det se ud 2,5 
Dokumentation af kode (in-code) 1 
Muck-up forskellige designs 5 
Kodning af grafisk layouts 10 
Interaktiv (Udvælgelse af data) 
interface af modenhedsmodel 
Kodning 8 
Muck-up forskellige designs 5 
Dokumentation 1,5 
System / Sequence Diagram 1,25 
Ekstra Sequence Diagram af nuværende kode. 3 
Domain modellering af nuværende kode. 1 
Ekstra Lav systemet tilgængeligt for Whitebox således de kan 
begynde at bruge det. 
5 
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Oversigt: d. 26/03-2015 
User Story To Do Doing Done Done Done 
Grafisk 
præsentation af 
modenhedsmodel 
Layout – Hvordan 
skal det se ud 
Tirsdag med 
Roligen 
  
Dokumentation af 
kode (in-code) 
   
Muck-up 
forskellige designs 
   
Kodning af grafisk 
layouts 
   
Interaktiv 
(Udvælgelse af data) 
interface af 
modenhedsmodel 
Kodning    
Muck-up 
forskellige designs 
   
Dokumentation    
System / 
Sequence 
Diagram 
   
 Sequence 
Diagram af 
nuværende kode. 
   
 Domain 
modellering af 
nuværende kode. 
   
  Lav systemet 
tilgængeligt for 
Whitebox således 
de kan begynde at 
bruge det. 
(Anders) 
  
 
Oversigt: d. 31/03-2015 
User Story To Do Doing Done Done Done 
Grafisk 
præsentation af 
modenhedsmodel 
  Layout – 
Hvordan skal det 
se ud 
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Dokumentation af 
kode (in-code) 
   
 Muck-up 
forskellige designs 
(Rasmus) 
  
 Kodning af grafisk 
layouts (Anders) 
  
Interaktiv 
(Udvælgelse af data) 
interface af 
modenhedsmodel 
Kodning    
Muck-up 
forskellige designs 
   
Dokumentation    
System / 
Sequence 
Diagram 
   
 
Sequence 
Diagram af 
nuværende kode. 
   
 
Domain 
modellering af 
nuværende kode. 
   
 
 Lav systemet 
tilgængeligt for 
Whitebox således 
de kan begynde at 
bruge det. 
(Anders) 
  
 
Oversigt: d. 15/04-2015 
User Story To Do Doing Done Done Done 
Grafisk 
præsentation af 
modenhedsmodel 
  Layout – 
Hvordan skal det 
se ud 
 
Dokumentation af 
kode (in-code) 
   
  Muck-up 
forskellige 
designs 
(Rasmus) 
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   Kodning af 
grafisk layouts 
(Anders) 
Interaktiv 
(Udvælgelse af data) 
interface af 
modenhedsmodel 
  Kodning  
 Muck-up 
forskellige designs 
  
Dokumentation    
System / 
Sequence 
Diagram 
   
 
Sequence 
Diagram af 
nuværende kode. 
   
 
  Domain 
modellering af 
nuværende 
kode. 
 
 
 Lav systemet 
tilgængeligt for 
Whitebox således 
de kan begynde at 
bruge det. 
(Anders) 
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E. 3 - Sprint backlog og Scrum Board sprint  3 
Estimering: 17/04-2015 
Hvordan har estimeringen foregået?  
User Story To Do Score 
Rettelser af nuværende  
system 2 
GUI skal tilpasses efter 
skærmstørrelse 
0.6 
System skal kunne håndtere 
mellemrum ved data 
indtastning 
0.2 
Rækkefølgen for indtastning 
af data for processer skal 
ændres. 
0.2 
Ved indtastning af data for 
processer skal ’ingen 
indtastning’ være lig med 0.  
0.8 
Modellens visning af 
processer skal ændres 
0.2 
Det skal være muligt at se 
tidligere indtastet data 
(virksomhed og processer) 3 
Kodning af datahåndtering 1.5 
Kodning af datafremvisning 1.5 
Det skal være muligt for 
brugere at få fremvist data 
via Whitebox  
Modenhedsmodel ud fra 
udvalgte parametre. 15 
 
 
Mock-up 0.5 
Kode grafik til fremvisning og 
udvælgelse af kategorier / 
Variabler 
3.5 
Kode udvælgelsen af 
virksomheder baseret på 
udvalgte kategorier og 
variabler 
3 
Kode datahåndteringen for 
sammenligning af 
virksomheders 
procesresultater 
5 
Kode sammenligning mellem 
den udvalgte virksomhed i 
forhold til slutresultatet fra 
sammenligningen af 
virksomheders 
procesresultater 
10 
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Oversigt: d. 17/04-2015 
User Story To Do Doing Done Done 
Done 
Rettelser af 
nuværende  system 2 
 GUI skal tilpasses 
efter 
skærmstørrelse 
(Anders) 
  
  System skal 
kunne håndtere 
mellemrum ved 
data indtastning 
 
  Rækkefølgen for 
indtastning af 
data for 
processer skal 
ændres. 
 
  Ved indtastning 
af data for 
processer skal 
’ingen 
indtastning’ være 
lig med 0. 
 
 Modellens visning 
af processer skal 
ændres (Anders) 
  
Det skal være muligt 
at se tidligere 
indtastet data 
(virksomhed og 
processer) 3 
 Kodning af 
datahåndtering 
(Rasmus) 
  
 Kodning af 
datafremvisning 
(Rasmus) 
  
  Mock-up  
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Det skal være muligt 
for brugere at få 
fremvist data via 
Whitebox  
Modenhedsmodel ud 
fra udvalgte 
parametre. 15 
 
 
Kode grafik til fremvisning 
og udvælgelse af 
kategorier / Variabler 
   
Kode udvælgelsen af 
virksomheder baseret på 
udvalgte kategorier og 
variabler 
   
Kode datahåndteringen 
for sammenligning af 
virksomheders 
procesresultater 
   
Kode sammenligning 
mellem den udvalgte 
virksomhed i forhold til 
slutresultatet fra 
sammenligningen af 
virksomheders 
procesresultater 
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Oversigt: d. 21/04-2015 
User Story To Do Doing Done Done 
Done 
Rettelser af 
nuværende  system 2 
 GUI skal tilpasses 
efter 
skærmstørrelse 
(Rasmus) – 
Skriftstørrelse 
  
  System skal kunne 
håndtere mellemrum 
ved data indtastning 
 
  Rækkefølgen for 
indtastning af data 
for processer skal 
ændres. 
 
  Ved indtastning af 
data for processer 
skal ’ingen 
indtastning’ være lig 
med 0. 
 
 Modellens visning 
af processer skal 
ændres (Anders) 
  
Det skal være muligt 
at se tidligere 
indtastet data 
(virksomhed og 
processer) 3 
 Kodning af 
datahåndtering 
(Rasmus) 
  
 Kodning af 
datafremvisning 
(Rasmus) 
  
    
    
Det skal være muligt 
for brugere at få 
fremvist data via 
Whitebox  
  Mock-up  
Kode datahåndteringen 
for sammenligning af 
virksomheders 
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Modenhedsmodel ud 
fra udvalgte 
parametre. 15 
 
 
procesresultater 
(Anders) 
Kode datahåndteringen 
for sammenligning af 
virksomheders 
procesresultater 
(Anders) 
   
  Kode 
datahåndteringen for 
sammenligning af 
virksomheders 
procesresultater 
(Anders) 
 
Kode sammenligning 
mellem den udvalgte 
virksomhed i forhold til 
slutresultatet fra 
sammenligningen af 
virksomheders 
procesresultater 
   
 
User Story To 
Do 
Doing Done Done Done 
Rettelser af 
nuværende  system 2 
 GUI skal tilpasses 
efter 
skærmstørrelse 
(Rasmus) – 
Skriftstørrelse 
  
   System skal 
kunne håndtere 
mellemrum ved 
data indtastning 
   Rækkefølgen for 
indtastning af 
data for processer 
skal ændres. 
   Ved indtastning af 
data for processer 
skal ’ingen 
Pries-Heje & Olsen 
 
 
S i d e  184 | 471 
 
 
indtastning’ være 
lig med 0. 
 Modellens visning 
af processer skal 
ændres (Anders) 
  
Det skal være muligt at 
se tidligere indtastet 
data (virksomhed og 
processer) 3 
    
    
  Kodning af datahåndtering 
(Rasmus) 
 
  Kodning af datafremvisning 
(Rasmus) 
 
Det skal være muligt 
for brugere at få 
fremvist data via 
Whitebox  
Modenhedsmodel ud 
fra udvalgte 
parametre. 15 
 
 
  Mock-up  
  Kode datahåndteringen for 
sammenligning af 
virksomheders 
procesresultater (Anders) 
 
  Kode datahåndteringen for 
sammenligning af 
virksomheders 
procesresultater (Anders) 
 
  Kode datahåndteringen for 
sammenligning af 
virksomheders 
procesresultater (Anders) 
 
  Kode sammenligning 
mellem den udvalgte 
virksomhed i forhold til 
slutresultatet fra 
sammenligningen af 
virksomheders 
procesresultater 
 
Afsluttende Scrum Board sprint 3 
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E. 4 - Sprint backlog og Scrum Board sprint 4 
Estimering: 05/05-2015 
Hvordan har estimeringen foregået?  
User Story To Do Score 
Små rettelser Kvartal fejl 1 
Fejl i udregning af antal 
(26<x<50) 
? (1.1)  
Farve lidt lyser for orange 0.1 
gruppefarve - Grå mere grå 0.1 
Kun gruppefarve på vis model 0.2 
Tekst når virksomhed er oprette 
skal ændres 
0.1 
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Rediger size i forhold til cm per 
pixel 
2 
Clear knap for indtastning af 
processer 
1 
Forkortelser for kategorier 0.5 
Ændre / opdater tidligere 
indtastninger (Virksomhed & 
Processer) 
Muck-up af funktionalitet 1 
Kodning af grafik 2 
Kodning af funktionalitet 3 
  
Sammenlign med mere end et 
udvalgt id (Model) 
Muck-up af funktionalitet 1 
Kodning af grafik 2 
Kodning af funktionalitet 3 
Sammenlign parametre mod 
parametre 
Muck-up af funktionalitet 1 
Kodning af grafik 2 
Kodning af funktionalitet 3 
Streamline udsende og 
Whitebox logo skal tilføjes til 
siden 
Muck-up  1 
Kodning af grafik 2 
Opdel program i Indtastning og 
viewer 
Kodning 1 
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Oversigt: d. 05/05-2015 
User Story To Do Doing Done Done Done 
Små rettelser   Kvartal fejl  
  Fejl i udregning 
af antal 
(26<x<50) 
 
  Farve lidt lyser 
for orange 
 
  gruppefarve - 
Grå mere grå 
 
  Kun gruppefarve 
på vis model 
 
  Tekst når 
virksomhed er 
oprette skal 
ændres 
 
  Clear knap for 
indtastning af 
processer 
 
Rediger size i 
forhold til cm 
per pixel 
   
  Forkortelser for 
kategorier 
 
Ændre / opdater 
tidligere indtastninger 
(Virksomhed & 
Processer) 
Muck-up af 
funktionalitet 
   
Kodning af 
grafik 
   
Kodning af 
funktionalitet 
   
    
Sammenlign med mere 
end et udvalgt id 
(Model) 
Muck-up af 
funktionalitet 
   
Kodning af 
grafik 
   
Kodning af 
funktionalitet 
   
Sammenlign parametre 
mod parametre 
Muck-up af 
funktionalitet 
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Kodning af 
grafik 
   
Kodning af 
funktionalitet 
   
Streamline udsende og 
Whitebox logo skal 
tilføjes til siden 
Muck-up     
Kodning af 
grafik 
   
Opdel program i 
Indtastning og viewer 
Kodning    
 
User Story To Do Doing Done Done Done 
Små rettelser    Kvartal fejl 
   Fejl i udregning af 
antal (26<x<50) 
   Farve lidt lyser for 
orange 
   gruppefarve - Grå 
mere grå 
   Kun gruppefarve på 
vis model 
   Tekst når 
virksomhed er 
oprette skal 
ændres 
   Clear knap for 
indtastning af 
processer 
Rediger size i 
forhold til cm 
per pixel 
   
   Forkortelser for 
kategorier 
Ændre / opdater 
tidligere indtastninger 
(Virksomhed & 
Processer) 
  Muck-up af 
funktionalitet 
 
  Kodning af 
grafik 
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  Kodning af 
funktionalitet 
 
Sammenlign med 
mere end et udvalgt 
id (Model) 
Muck-up af 
funktionalitet 
   
Kodning af 
grafik 
   
Kodning af 
funktionalitet 
   
Sammenlign 
parametre mod 
parametre 
Muck-up af 
funktionalitet 
   
Kodning af 
grafik 
   
Kodning af 
funktionalitet 
   
Streamline udsende 
og Whitebox logo skal 
tilføjes til siden 
Muck-up     
  Kodning af 
grafik 
 
Opdel program i 
Indtastning og viewer 
   Kodning 
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Bilag F – Lydfiler 
Dette bilag referere til de lydfiler vi har fra møderne med vores samarbejdspartner Whitebox. Dem 
som optræder i lydfilerne er Anders Olsen, Rasmus Pries-Heje, Per Harboe og Jørn Johansen. 
F.1 – Indledende Møde (17/2-2015) 
Denne lydfil kan findes i Bilagsdokumenter/Lydfiler/F.1 - 2-17-2015.mp3 
F.2 – Indledende sprint til sprint 1 (12/3-2015) 
Denne lydfil kan findes i Bilagsdokumenter/Lydfiler/F.2 - 3-12-2015.mp3 
F.3 – Sprint 1 til Sprint 2 (26/3-2015) 
Denne lydfil kan findes i Bilagsdokumenter/Lydfiler/F.3 - 3-26-2015.mp3 
F.4 – Sprint 2 til Sprint 3 (16/4-2015) 
Denne lydfil kan findes i Bilagsdokumenter/Lydfiler/F.4 - 4-16-2015.mp3 
F.5 – Sprint 3 til Sprint 4 (5/5-2015) 
Denne lydfil kan findes i Bilagsdokumenter/Lydfiler/F.5 - 5-5-2015.mp3 
F.6 – Afsluttende for Sprint 4 (22/5-2015) 
Denne lydfil kan findes i Bilagsdokumenter/Lydfiler/F.6 - 5-22-2015.mp3 
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Bilag G Hjemmeside kode Indledende sprint 
Link til denne hjemmeside kan findes på denne hjemmeside - 
http://www.edbjan.dk/whitebox/htmlnu.html 
Reference Kode Side tal 
G.1 OpretNyKategori.html 191 
G.2 kategori.js 193 
G.3 Kategori_CSS.css 197 
G.4 GetAllKategories.php 197 
G.5 Variabler.php 198 
G.6 GetKategoriData.php 199 
G.7 UploadtKategoriData.php 200 
G.1 - OpretNyKategori.html 
01 <!DOCTYPE> 
02 <html lang="en" ng-app="Kategorier"> 
03 <head> 
04  <script src= "angular.min.js"></script> 
05 <script src= "kategori.js"></script> 
06 <meta http-equiv="Content-Type" content="text/html; charset=utf-8" /> 
07 <link rel="stylesheet" type="text/css" href="Kategori_CSS.css"> 
08 <title>Opret ny kategori</title> 
09 </head> 
10  
11 <body> 
12 <h1 align="center"> Opret en ny kategori</h1> 
13 <div align="right"> 
14  
15 </div> 
16 <div ng-controller="Var">  
17 <div align="right"> 
18 <button ng-click="incrementLimit()">Add a variable!</button> 
19 </div> 
20 <form> 
21 <table class="table1" > 
22 <th>Kategori</th> 
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23 <th ng-repeat="y in variabler | limitTo : count">{{ y.Variable }}</th> 
24 <tr> 
25 <td><input type="text" name="name" ng-model="cs.kategori" value=" "></td> 
26 <td ng-show ="myValue1"><input type="text"  name="variable1" ng-
model="cs.variable1" required></td> 
27 <td ng-show ="myValue2"><input type="text" name="variable2" ng-
model="cs.variable2" required></td> 
28 <td ng-show ="myValue3"><input type="text" required="required" 
name="variable3" ng-model="cs.variable3" value=" "></td> 
29 <td ng-show ="myValue4"><input type="text" required="required" 
name="variable4" ng-model="cs.variable4" value=" "></td> 
30 <td ng-show ="myValue5"><input type="text" required="required" 
name="variable5" ng-model="cs.variable5" value=" "></td> 
31 <td ng-show ="myValue6"><input type="text" required="required" 
name="variable6" ng-model="cs.variable6" value=" "></td> 
32 </tr> 
33 </table> 
34 </form> 
35 <div align="right"> 
36   <button type="submit" ng-
click="inputTilKategori(cs.kategori,cs.variable1,cs.variable2,cs.variable3,cs
.variable4,cs.variable5,cs.variable6)">Opret Kategori</button> 
37 </div> 
38 </div> 
39  
40  
41 <div ng-controller="Kat">  
42  
43 <!--<tt>kategori = {{change.kategori}}</tt>--> 
44 <table class="table1"> 
45   <form name="myForm"> 
46 <th>Eksisterende Kategorier</th> 
47   <tr ng-repeat="x in kategori"> 
48  
49    <td> <input type="radio" ng-model="change.kategori" 
value="{{x.Kategori}}" ng-change="getCategori()">  {{x.Kategori}} <br/></td> 
50      
51     <!--<td ><button ng-model="kategoriChosen" value="{{x.Kategori}}"ng-
click="getCategori(td.chosenKategori)">{{x.Kategori}}</button></td>--> 
52  
53   <!--  <td>{{ x.kID }}</td> --> 
54   </tr> 
55    </form> 
56 </table> 
57  
58 <div align="center">  
59 <table class="table1"> 
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60 <th>Kategori</th> 
61 <th ng-repeat="y in variabler | limitTo : length">{{ y.Variable }}</th> 
62 <tr> 
63 <td><input type="text"  ng-model="changeKategori.kategori" 
placeholder="{{chosenKategori}}"></td> 
64 <td ng-repeat="x in gottenKategori"><input type="text"  ng-
model="changeKategori.variable" placeholder="{{x.Variabler}}">  </td> 
65 </tr> 
66 </table> 
67 </div> 
68   <button type="button" ng-
click="updateKategori(changeKategori.kategori,changeKategori.variable[$index]
)">Opret Kategori</button> 
69 </div> 
70 </body> 
71 </html> 
G.2 - kategori.js 
001 var x = 3; 
002 var counter =1;  
003 var NULL = null; 
004 var Kategori = angular.module('Kategorier', []); 
005 console.log("før controller") 
006 Kategori.controller('Kat', ['$scope','$http', function($scope,$http){ 
007     console.log("i kontroller"); 
008 $http.get("GetAllKategories.php") 
009   .success(function(response) {$scope.kategori = response;});    
010    
011  $http.get("Variabler.php") 
012   .success(function(response) {$scope.variabler = response;}); 
013  
014      $scope.change = { 
015         kategori: 'null' 
016       }; 
017  $scope.getCategori = function(){ 
018  
019     $scope.chosenKategori = $scope.change.kategori 
020      
021     if ($scope.chosenKategori!=$scope.change.kategori){ 
022         console.log("error in getCategori");     
023     } 
024     else if ($scope.chosenKategori == $scope.change.kategori){ 
025         console.log("correct in getCategori");   
026         var getKategori ={ 
027         'kategori' : $scope.chosenKategori 
028         } 
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029  
030      
031         $http.post("GetKategoriData.php", 
JSON.stringify(getKategori)).success(function(data) { 
032       
033                 $scope.gottenKategori = data; 
034                 $scope.length = $scope.gottenKategori.length; 
035              
036     } 
037     )} 
038     $scope.updateKategori = 
function(kategori,variable1,variable2,variable3,variable4,variable5,variable6
){ 
039     //$scope.updateKategori = function(kategori){    
040         $scope.uKategori = kategori; 
041          
042         $scope.uvar1 = variable1; 
043         $scope.uvar2 = variable2; 
044         $scope.uvar3 = variable3; 
045         $scope.uvar4 = variable4; 
046         $scope.uvar5 = variable5; 
047         $scope.uvar6 = variable6; 
048      
049     console.log("scope.uvar"); 
050     console.log($scope.uvar1); 
051     console.log($scope.uvar2); 
052     console.log($scope.uvar3); 
053     console.log($scope.uvar4); 
054     console.log($scope.uvar5); 
055     console.log($scope.uvar6); 
056     if($scope.var1 == undefined) 
057     $scope.uvar1 = NULL; 
058     if($scope.uvar2 == undefined) 
059     $scope.uvar2 = NULL; 
060     if($scope.uvar3 == undefined) 
061     $scope.uvar3 = NULL; 
062     if($scope.uvar4 == undefined) 
063     $scope.uvar4 = NULL; 
064     if($scope.uvar5 == undefined) 
065     $scope.uvar5 = NULL; 
066     if($scope.uvar6 == undefined) 
067     $scope.uvar6 = NULL; 
068          
069     if($scope.uKategori!=NULL){ 
070  
071     var updateretKategori ={ 
072         'udvalgtKategori' : $scope.chosenKategori, 
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073         'kategori' : $scope.uKategori, 
074         'variable1' : $scope.uvar1, 
075         'variable2' : $scope.uvar2, 
076         'variable3' : $scope.uvar3, 
077         'variable4' : $scope.uvar4, 
078         'variable5' : $scope.uvar5, 
079         'variable6' : $scope.uvar6 
080  
081     } 
082      
083     console.log("updateretKategori"); 
084     console.log(JSON.stringify(updateretKategori)); 
085     console.log(updateretKategori);  
086     } 
087     } 
088 } 
089    
090  
091 console.log("Efter controller") 
092  
093 }]); 
094  
095  
096 Kategori.controller('Var', ['$scope','$http', function($scope,$http){ 
097 $scope.count=counter;    
098 $scope.myValue1 = "true"; 
099 $scope.myValue2 = "false"; 
100 $scope.myValue3 = "false"; 
101 $scope.myValue4 = "false"; 
102 $scope.myValue5 = "false"; 
103 $scope.myValue6 = "false"; 
104  
105 $http.get("Variabler.php") 
106   .success(function(response) {$scope.variabler = response;}); 
107    
108     $scope.incrementLimit = function() { 
109         if($scope.count<6) 
110             $scope.count++; 
111              
112         if ($scope.count==2){ 
113         $scope.myValue2 = "true"; 
114         } 
115         if ($scope.count==3){ 
116         $scope.myValue3 = "true"; 
117         } 
118         if ($scope.count==4){ 
119         $scope.myValue4 = "true"; 
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120         } 
121         if ($scope.count==5){ 
122         $scope.myValue5 = "true"; 
123         } 
124         if ($scope.count==6){ 
125         $scope.myValue6 = "true"; 
126         } 
127 }; 
128  
129  
130 $scope.inputTilKategori = 
function(kategori,variable1,variable2,variable3,variable4,variable5,variable6
){ 
131  
132  
133     if(variable1 == undefined) 
134     variable1 = NULL; 
135     if(variable2 == undefined) 
136     variable2 = NULL; 
137     if(variable3 == undefined) 
138     variable3 = NULL; 
139     if(variable4 == undefined) 
140     variable4 = NULL; 
141     if(variable5 == undefined) 
142     variable5 = NULL; 
143     if(variable6 == undefined) 
144     variable6 = NULL; 
145  
146     if(kategori!=NULL){ 
147  
148  
149     var opretKategori ={ 
150         'kategori' : kategori, 
151         'variable1' : variable1, 
152         'variable2' : variable2, 
153         'variable3' : variable3, 
154         'variable4' : variable4, 
155         'variable5' : variable5, 
156         'variable6' : variable6 
157  
158     } 
159      
160      
161     console.log("opretKategori"); 
162     console.log(JSON.stringify(opretKategori)); 
163     console.log(opretKategori);  
164     }; 
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165  $http.post("UploadtKategoriData.php", 
JSON.stringify(opretKategori)).success(function(data) { 
166       
167     }); 
168  
169 } 
170      
171  
172 }]); 
G.3 - Kategori_CSS.css 
01 @charset "utf-8"; 
02 /* CSS Document */ 
03 body { 
04 background:white; 
05 padding:50px; 
06 }  
07  table.table1{ 
08   border: 1px solid black; 
09     margin-left:auto;  
10     margin-right:auto; 
11  margin-bottom:20px; 
12  padding:10; 
13    
14  } 
15  th, td { 
16   margin:1px; 
17    border: 1px solid black; 
18    margin:5px; 
19    padding: 5px; 
20    text-align:center; 
21 }  
22 div.div1 { 
23  padding:70px; 
24 } 
 
G.4 - GetAllKategories.php 
01 <?php 
02 header("Access-Control-Allow-Origin: *"); 
03 header("Content-Type: application/json; charset=UTF-8"); 
04  
05 $conn = new mysqli("localhost", "sumsar1989","22beornot22be", "whitebox"); 
06  
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07 $result = $conn->query("SELECT Kategori FROM kategorier"); 
08  
09 $outp = "["; 
10 $count=0; 
11 while($rs = $result->fetch_array(MYSQLI_ASSOC)) { 
12 if ($count>0){ 
13   $outp .= ',{"Kategori" : "'  . $rs["Kategori"] . '"}'; 
14 } 
15 if ($count==0){ 
16     $outp .= '{"Kategori" : "'  . $rs["Kategori"] . '"}'; 
17  } 
18  $count++; 
19 } 
20 $outp .="]"; 
21  
22 $conn->close(); 
23  
24 echo($outp); 
25 ?>  
 
G.5 - Variabler.php 
01 <?php 
02 header("Access-Control-Allow-Origin: *"); 
03 header("Content-Type: application/json; charset=UTF-8"); 
04  
05 $conn = new mysqli("localhost", "sumsar1989","22beornot22be", "whitebox"); 
06 $result = $conn->query("SELECT Variable FROM var"); 
07  
08 $outp = "["; 
09 $count=0; 
10 while($rs = $result->fetch_array(MYSQLI_ASSOC)) { 
11 if ($count>0){ 
12   $outp .= ',{"Variable" : "'  . $rs["Variable"] . '"}'; 
13 } 
14 if ($count==0){ 
15     $outp .= '{"Variable" : "'  . $rs["Variable"] . '"}'; 
16  } 
17  $count++; 
18 } 
19 $outp .="]"; 
20  
21 $conn->close(); 
22  
23 echo($outp); 
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24 ?>  
 
G.6 - GetKategoriData.php 
01 <?php 
02 header("Access-Control-Allow-Origin: *"); 
03 header("Content-Type: application/json; charset=UTF-8"); 
04  
05 $conn = new mysqli("localhost", "sumsar1989","22beornot22be", "whitebox"); 
06  $postdata = file_get_contents("php://input"); 
07  $request = json_decode($postdata); 
08         
09  if(!isset($request)){    
10   echo("Jason file can not be read"); 
11   } 
12   else {  
13    
14   $sql_find_kID = "SELECT variable FROM kategorier, variabler WHERE  
kategorier.kID IN (SELECT kID FROM kategorier WHERE Kategori=\"" . $request-
>kategori . "\") AND kategorier.kID = variabler.kID"; 
15      $result2 = $conn->query($sql_find_kID); 
16       
17      $outp = "["; 
18 $count=0; 
19 while($rs = $result2->fetch_array(MYSQLI_ASSOC)) { 
20  
21  
22 if ($count>0){ 
23   $outp .= ',{"Variabler" : "'  . $rs["variable"] . '"}'; 
24 } 
25 if ($count==0){ 
26     $outp .= '{"Variabler" : "'  . $rs["variable"] . '"}'; 
27  } 
28  $count++; 
29 } 
30 $outp .="]"; 
31           
32   
33   $conn->close(); 
34    
35   echo($outp); 
36    
37   } 
38   ?> 
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G.7 UploadtKategoriData.php 
01 <?php 
02   header("Access-Control-Allow-Origin: *"); 
03   header("Content-Type: application/json; charset=UTF-8"); 
04    
05   $conn = new mysqli("localhost", "sumsar1989","22beornot22be", 
"whitebox"); 
06    $postdata = file_get_contents("php://input"); 
07        $request = json_decode($postdata); 
08         
09   if(!isset($request)){   
10   echo("Jason file can not be read"); 
11   } 
12   else {  
13  if(!isset($request->variable1)){     
14          echo("Jason file does not contain any variables"); 
15  } 
16  else{ 
17      $sql_insert_cat = "INSERT INTO `kategorier` (`Kategori`) VALUES (\"" 
. $request->kategori . "\") "; 
18      $result = $conn->query($sql_insert_cat); 
19      echo($sql_insert_cat); 
20       
21      $sql_find_kID = "SELECT kID FROM kategorier WHERE Kategori=\"" . 
$request->kategori . "\""; 
22      $result2 = $conn->query($sql_find_kID); 
23      echo($sql_find_kID); 
24       
25      $outp = "INSERT INTO `variabler`(`varID` , `variable`, `kID`) VALUES 
"; 
26      $rows_kID = $result2->fetch_assoc(); 
27      $kID = $rows_kID['kID']; 
28      if(isset($request->variable1)) 
29      $outp .= "(1,\"" . $request->variable1 . "\", '" . $kID . "')"; 
30      if(isset($request->variable2)) 
31      $outp .= ",(2,\"" . $request->variable2 . "\", '" . $kID . "')"; 
32      if(isset($request->variable3)) 
33      $outp .= ",(3,\"" . $request->variable3 . "\", '" . $kID . "')"; 
34      if(isset($request->variable4)) 
35      $outp .= ",(4,\"" . $request->variable4 . "\", '" . $kID . "')"; 
36      if(isset($request->variable5)) 
37      $outp .= ",(5,\"" . $request->variable5 . "\", '" . $kID . "')"; 
38      if(isset($request->variable6)) 
39      $outp .= ",(6,\"" . $request->variable6 . "\", '" . $kID . "')"; 
40  
41      echo($outp); 
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42  
43      if (isset($result2)){ 
44      $result3 = $conn->query($outp); 
45      } 
46  } 
47   
48   $conn->close(); 
49   } 
50   ?> 
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Bilag H – Stand alone program (Indledende Sprint) 
Dette bilag repræsentere alt koden for vores stand alone program i indledende sprint. Det er muligt 
at køre programmet fra Bilagsdokumenter\Stand Alone Program\Indledende Sprint\whitebox.jar. 
Derudover kan sorcekoden ses i de følgende afsnit og i Bilagsdokumenter\Stand Alone 
Program\Indledende Sprint\Source Code\ 
Reference Beskrivelse Side 
H.1 MainBoundary 202 
H.2 MainController 207 
H.3 TableGrid 213 
H.4 Database 219 
H.5 Category 221 
H.6 Variable 222 
H.7 Entry 222 
H.8 Item 223 
  
H.1 – MainBoundary.class 
001 import java.awt.Dimension; 
002  
003 import javax.activation.DataHandler; 
004 import javax.swing.*; 
005 import javax.swing.table.DefaultTableCellRenderer; 
006 import javax.swing.table.TableColumn; 
007 import javax.swing.table.TableColumnModel; 
008  
009 import datastructure.*; 
010  
011 import java.util.ArrayList; 
012 import java.util.Vector; 
013  
014 public class MainBoundry extends JPanel{ 
015      
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016     private boolean DEBUG = false; 
017     protected static JButton syncBtn, saveBtn, addBtn, removeBtn; 
018     protected MainController dataHandling = new MainController(); 
019     public ArrayList<Category> categories; 
020     public ArrayList<String> categoriesNames; 
021     public ArrayList<Entry> entries; 
022     public TableGrid panel; 
023      
024     public MainBoundry(Dimension minimumsize) { 
025         setDEBUG(true); 
026         dataHandling.setConnection("derby"); 
027 //      ArrayList<Category> categories = 
dataHandling.categoryVariables(); 
028 //      int maxColumns = categories.size(); 
029 //      TableGrid panel = new TableGrid(maxColumns+4, 5, minimumsize); 
030 //      panel.setUpCategoryVariables(categories); 
031         //Add the tabbed pane to this panel. 
032 //        add(panel);  
033         dataHandling.createDatabaseRelations(); 
034         categories = dataHandling.selectCategoriesLocally(); 
035         entries = dataHandling.readLocally(); 
036         int maxColumns = categories.size(); 
037         panel = new TableGrid(maxColumns+2, entries.size() < 0 ? 1 : 
entries.size(), minimumsize); 
038         System.out.println("Before setting columns"); 
039         setUpColumnNames(); 
040         System.out.println("Before setting Object Data"); 
041         if(entries.size() < 0 ) 
042             setObjectData(maxColumns+2); 
043         System.out.println("Before setting Category Comboboxes"); 
044         setUpCategoryVariables(); 
045         System.out.println("Before adding to panel"); 
046         //Add the tabbed pane to this panel. 
047         add(panel); 
048     } 
049      
050     public static void main(String[] args){ 
051          
052         //Schedule a job for the event-dispatching thread: 
053         //creating and showing this application's GUI. 
054         javax.swing.SwingUtilities.invokeLater(new Runnable() { 
055             public void run() { 
056                 initiateProgram(); 
057                 System.out.println("hfaædhass"); 
058             } 
059         }); 
060     } 
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061      
062     /** 
063     * Create the GUI and show it.  For thread safety, 
064      * this method should be invoked from the 
065      * event-dispatching thread. 
066      */ 
067     public static void initiateProgram() { 
068         //Create and set up the window. 
069         final JFrame frame = new JFrame("Main"); 
070         Dimension minimumsize = new Dimension(500, 500); 
071         frame.setDefaultCloseOperation(JFrame.EXIT_ON_CLOSE); 
072   
073         //Create and set up the content pane. 
074         final MainBoundry newContentPane = new MainBoundry(minimumsize); 
075         newContentPane.setOpaque(true); //content panes must be opaque 
076         frame.setContentPane(newContentPane); 
077          
078  
079         saveBtn = new JButton("Gem lokalt"); 
080 //        saveBtn.setVerticalTextPosition(AbstractButton.CENTER); 
081 //        saveBtn.setHorizontalTextPosition(AbstractButton.LEADING); 
082 //        saveBtn.setLocation(new Point(500, 500)); 
083         // Alt-D clicks the button 
084         // jbnLeft.setMnemonic(KeyEvent.VK_D); 
085         saveBtn.setToolTipText("Syncronise with the MySQL database"); // 
Adding Tool 
086         frame.add(saveBtn); 
087         saveBtn.addActionListener(new java.awt.event.ActionListener() { 
088             @Override 
089             public void actionPerformed(java.awt.event.ActionEvent evt) { 
090 //                String name = JOptionPane.showInputDialog(frame, "What 
is your name?", null); 
091 //              panel.model.get 
092 //              dataHandling.queryNewEntry(data); 
093             } 
094         }); 
095  
096         removeBtn = new JButton("Tilføj"); 
097         removeBtn.setToolTipText("Tilføj ny række"); // Adding Tool 
098         frame.add(removeBtn); 
099         removeBtn.addActionListener(new java.awt.event.ActionListener() { 
100             @Override 
101             public void actionPerformed(java.awt.event.ActionEvent evt) { 
102                 newContentPane.panel.addRow(); 
103             } 
104         }); 
105          
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106         addBtn = new JButton("Fjern"); 
107         addBtn.setToolTipText("Fjern den sidste række"); // Adding Tool 
108         frame.add(addBtn); 
109         addBtn.addActionListener(new java.awt.event.ActionListener() { 
110             @Override 
111             public void actionPerformed(java.awt.event.ActionEvent evt) { 
112                 newContentPane.panel.removeRow(); 
113             } 
114         }); 
115          
116         syncBtn = new JButton("Indlæs"); 
117         syncBtn.setVerticalTextPosition(AbstractButton.CENTER); 
118         syncBtn.setHorizontalTextPosition(AbstractButton.LEADING); 
119         // Alt-D clicks the button 
120         // jbnLeft.setMnemonic(KeyEvent.VK_D); 
121         syncBtn.setToolTipText("Indlæs"); // Adding Tool 
122  
123         frame.add(syncBtn); 
124         syncBtn.addActionListener(new java.awt.event.ActionListener() { 
125             @Override 
126             public void actionPerformed(java.awt.event.ActionEvent evt) { 
127                 newContentPane.categories = 
newContentPane.dataHandling.selectCategoriesLocally(); 
128                 newContentPane.entries = 
newContentPane.dataHandling.readLocally(); 
129                 int maxColumns = newContentPane.categories.size(); 
130                 newContentPane.setObjectData(maxColumns);; 
131             } 
132         }); 
133         //Display the window. 
134         frame.pack(); 
135         frame.setVisible(true); 
136     } 
137  
138     private void setObjectData(int maxColumns){ 
139         Object[][] previousData = new Object[maxColumns][entries.size() < 
0 ? 1 : entries.size()]; 
140         int index = 0; 
141         for(Object[] obj : panel.model.getData()){ 
142             previousData[index] = obj; 
143             index++; 
144         } 
145         index = 0; 
146         for(Entry entry : this.entries){ 
147 //          int indexa = 0; 
148 //          for(int i = 0; i < maxColumns; i++){ 
149 //              if(panel.model.getColumnName(i).equals("ID")) 
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150 //                  previousData[index][i] = entry.getId(); 
151 //              else 
if(panel.model.getColumnName(i).equals("Virksomhedsnavn")) 
152 //                  previousData[index][i] = entry.getName(); 
153 //              else 
154 //                  for(String name : categoriesNames) 
155 //                      if(panel.model.getColumnName(i).equals(name)) 
156 //                          for(Item item : entry) 
157 //                              if(item.getName().equals(name)) 
158 //                                  previousData[index][i] = 
entry.getItem(); 
159 //          } 
160 //          index++; 
161         } 
162         panel.model.setData(previousData.clone()); 
163         panel.model.fireTableRowsUpdated(1, panel.getRows()); 
164     } 
165      
166     public void setUpColumnNames(){ 
167         panel.model.setColumnAt("ID", 0); 
168         panel.model.setColumnAt("Virksomhedsnavn", 1); 
169         int column = 2; 
170         for(Category cat : categories){ 
171             panel.model.setColumnAt(cat.name, column); 
172 //          categoriesNames.add(cat.name); 
173             column++; 
174         } 
175     } 
176      
177     public void setUpCategoryVariables(){ 
178         int column = 2; 
179         for(Category cat : categories){ 
180             setUpComboBox(panel.table.getColumnModel(), cat, column); 
181             column++; 
182         } 
183     } 
184      
185     private void setUpComboBox(TableColumnModel columnModel, 
ArrayList<Variable> data, int column){ 
186         TableColumn columnComboBox = columnModel.getColumn(column); 
187         Vector<Item> comboBoxModel = new Vector<Item>(); 
188         for(Variable var : data){ 
189             comboBoxModel.addElement(new Item(var.name, var.id));    
190         } 
191         JComboBox<Item> comboBox = new JComboBox<Item>(comboBoxModel); 
192         columnComboBox.setCellEditor(new DefaultCellEditor(comboBox)); 
193         DefaultTableCellRenderer renderer = 
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194                 new DefaultTableCellRenderer(); 
195         renderer.setToolTipText("Click for combo box"); 
196         columnComboBox.setCellRenderer(renderer); 
197     } 
198      
199     public boolean isDEBUG() { 
200         return this.DEBUG; 
201     } 
202  
203     public void setDEBUG(boolean dEBUG) { 
204         this.DEBUG = dEBUG; 
205         if(isDEBUG()){ 
206             this.dataHandling.setDEBUG(dEBUG); 
207         } 
208     } 
209 } 
H.2 – MainController.class 
001 import java.sql.*; 
002 import java.util.ArrayList; 
003  
004 import datahanlders.Database; 
005 import datastructure.*; 
006  
007 public class MainController { 
008      
009     private Database dataHandler = new Database(); 
010     private Connection connMySQL, connDerby; 
011     private boolean DEBUG = false, connection = false; 
012     private static String sql; 
013     private int datasets = 0; 
014      
015     public MainController() { 
016          
017     } 
018      
019     public void storeLocally(){ 
020         if(isConnected()){ 
021              
022         } 
023     } 
024      
025     public void setConnection(String condition){ 
026         switch (condition.toLowerCase()) { 
027         case "mysql": 
028             this.connMySQL = dataHandler.connMySQLRoot(); 
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029             if(this.connMySQL != null) 
030                 setConnection(true); 
031             break; 
032         case "derby": 
033             this.connDerby = dataHandler.connDerbyTesting(); 
034             if(this.connDerby != null) 
035                 setConnection(true); 
036             break; 
037         default: 
038             System.out.println("no connection was chosen"); 
039             setConnection(false); 
040             break; 
041         } 
042     } 
043      
044     public void queryNewEntry(Object[] data){ 
045          
046     } 
047          
048     public void createDatabaseRelations(){ 
049         if(isConnected()){ 
050             DatabaseMetaData dbmd; 
051             try { 
052                 dbmd = connDerby.getMetaData(); 
053                 ResultSet rs = dbmd.getTables(null, "WHITEBOXAPPX2", 
null, null); 
054                 if(!rs.next()){ 
055                     createMyRelations(); 
056                     insertValuesLocally(); 
057                     System.out.println("Database Created"); 
058                     insertDatasetLocally(); 
059                 } 
060                 rs.toString(); 
061             } catch (SQLException e) { 
062                 // TODO Auto-generated catch block 
063                 e.printStackTrace(); 
064             } 
065         } 
066     } 
067      
068     public void insertDatasetLocally(){ 
069         if(isConnected()){ 
070             try { 
071                 Statement stmt1 = connDerby.createStatement(); 
072                 Statement stmt2 = connDerby.createStatement(); 
073                 sql = "INSERT INTO whiteboxAppx2.businesses (\"idBus\", 
\"nameBus\") VALUES" + 
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074                         "(1, 'Falck')," + 
075                         "(2, 'IBM')"; 
076      
077                 stmt1.executeUpdate(sql); 
078                          
079                 sql =   "INSERT INTO whiteboxAppx2.businessdataset 
(\"idBus\", \"idVar\") VALUES" + 
080                         "(1, 1)," + 
081                         "(1, 4)," + 
082                         "(2, 3)," + 
083                         "(2, 6)"; 
084                 stmt2.executeUpdate(sql); 
085                 System.out.println(); 
086             } catch (Exception e) { 
087                 // TODO: handle exception 
088                 e.getStackTrace(); 
089             }    
090         } 
091     } 
092      
093     public void insertValuesLocally(){ 
094         if(isConnected()){ 
095             try { 
096                 Statement stmt1 = connDerby.createStatement(); 
097  
098                 sql = "INSERT INTO whiteboxAppx2.categories (\"idCat\", 
\"nameCat\") VALUES" + 
099                         "(1, 'Antal Ansatte')," + 
100                         "(2, 'Lokation')"; 
101      
102                 stmt1.executeUpdate(sql); 
103                 Statement stmt2 = connDerby.createStatement();                       
104                 sql =   "INSERT INTO whiteboxAppx2.variables (\"idVar\", 
\"idCat\", \"nameVar\") VALUES" + 
105                         "(1, 1, '1-50')," + 
106                         "(2, 1, '51-100')," + 
107                         "(3, 1, '101-150')," + 
108                         "(4, 2, 'Nord Sjælland')," + 
109                         "(5, 2, 'Falster')," + 
110                         "(6, 2, 'Fyn')"; 
111                 stmt2.executeUpdate(sql); 
112                 System.out.println(); 
113             } catch (Exception e) { 
114                 // TODO: handle exception 
115             }    
116         } 
117     } 
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118          
119     private void createMyRelations() { 
120         if(isConnected()){ 
121             Statement stmtSCHEMA; 
122             Statement stmtBusinessDataset; 
123             Statement stmtBusinesses; 
124             Statement stmtCategories; 
125             Statement stmtVariables; 
126             try { 
127                 stmtSCHEMA = connDerby.createStatement(); 
128                 sql = "CREATE SCHEMA WHITEBOXAPPX2"; 
129                 stmtSCHEMA.executeUpdate(sql); 
130                  
131                 stmtBusinessDataset = connDerby.createStatement(); 
132                 sql = "CREATE TABLE whiteboxAppx2.businessdataset (" + 
133                           "\"idVar\" INTEGER NOT NULL," + 
134                           "\"idBus\" INTEGER NOT NULL," + 
135                           "PRIMARY KEY (\"idVar\",\"idBus\")" + 
136                         ") "; 
137                 stmtBusinessDataset.executeUpdate(sql); 
138                          
139                 stmtBusinesses = connDerby.createStatement(); 
140                 sql = "CREATE TABLE whiteboxAppx2.businesses (" + 
141                           "\"idBus\" INTEGER NOT NULL," + 
142                           "\"nameBus\" VARCHAR(255) NOT NULL," + 
143                           "PRIMARY KEY (\"idBus\")" + 
144                         ") "; 
145                 stmtBusinesses.executeUpdate(sql); 
146                          
147                 stmtCategories = connDerby.createStatement(); 
148                 sql = "CREATE TABLE  whiteboxAppx2.categories (" + 
149                           "\"idCat\" INTEGER NOT NULL," + 
150                           "\"nameCat\" VARCHAR(255) NOT NULL," + 
151                           "PRIMARY KEY (\"idCat\")" + 
152                         ") "; 
153                 stmtCategories.executeUpdate(sql); 
154                          
155                 stmtVariables = connDerby.createStatement(); 
156                 sql = "CREATE TABLE whiteboxAppx2.variables (" + 
157                           "\"idVar\" INTEGER NOT NULL," + 
158                           "\"idCat\" INTEGER NOT NULL," + 
159                           "\"nameVar\" VARCHAR(255) NOT NULL," + 
160                           "PRIMARY KEY (\"idVar\",\"idCat\")" + 
161                         ") "; 
162                 stmtVariables.execute(sql); 
163             } catch (SQLException e) { 
164                 // TODO Auto-generated catch block 
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165                 e.printStackTrace(); 
166             } 
167         } 
168     } 
169  
170     public ArrayList<Entry> readLocally(){ 
171         ArrayList<Entry> arraylist = new ArrayList<>(); 
172         if(isConnected()){ 
173             try { 
174                 Statement stmt = connDerby.createStatement(); 
175                 sql = "SELECT \"idBus\", \"nameBus\" FROM 
WHITEBOXAPPX2.businesses"; 
176                 ResultSet resultFirm = stmt.executeQuery(sql); 
177                  
178                 Statement stmt1 = connDerby.createStatement(); 
179                 while(resultFirm.next()){ 
180                     int idBus = resultFirm.getInt(1); 
181                     Entry entry = new Entry(resultFirm.getString(2), 
idBus); 
182                     arraylist.add(entry); 
183                     sql = "SELECT \"idBus\", \"idVar\" FROM 
WHITEBOXAPPX2.businessdataset WHERE \"idBus\"=" + idBus; 
184                     ResultSet resultEnt = stmt1.executeQuery(sql); 
185                     while(resultEnt.next()) 
186                         for(Entry ent : arraylist) 
187                             if(ent.equals(entry)){ 
188                                 Statement variables = 
connDerby.createStatement(); 
189                                 sql = "SELECT \"idCat\", \"idVar\", 
\"nameVar\" FROM WHITEBOXAPPX2.variables"; 
190                                 ResultSet resultVar = 
variables.executeQuery(sql);                       
191                                 while(resultVar.next()) 
192                                     if(resultEnt.getInt(2) == 
resultVar.getInt(2)) 
193                                         
ent.addItems(resultVar.getString(3), resultVar.getInt(2)); 
194                             } 
195                  
196                 }                
197             } catch (SQLException e) { 
198                 // TODO Auto-generated catch block 
199                 e.printStackTrace(); 
200             } 
201         } 
202         System.out.println(arraylist.toString()); 
203         return arraylist; 
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204     } 
205      
206     public ArrayList<Category> selectCategoriesLocally(){ 
207         ArrayList<Category> arraylist = new ArrayList<>(); 
208         if(isConnected()){ 
209             try { 
210                 Statement stmt = connDerby.createStatement(); 
211                 sql = "SELECT \"idCat\", \"nameCat\" FROM 
WHITEBOXAPPX2.categories"; 
212                 ResultSet resultCat = stmt.executeQuery(sql); 
213                  
214                 Statement stmt1 = connDerby.createStatement(); 
215                 while(resultCat.next()){ 
216                     int idCat = resultCat.getInt(1); 
217                     Category category = new 
Category(resultCat.getString(2), idCat); 
218                     arraylist.add(category); 
219                     sql = "SELECT \"idVar\", \"nameVar\" FROM 
WHITEBOXAPPX2.variables WHERE \"idCat\"=" + idCat; 
220                     ResultSet resultVar = stmt1.executeQuery(sql); 
221                     while(resultVar.next()) 
222                         for(Category cat : arraylist) 
223                             if(cat.equals(category)){ 
224                                 cat.addVariable(resultVar.getString(2), 
resultVar.getInt(1)); 
225                             } 
226                 }                
227             } catch (SQLException e) { 
228                 // TODO Auto-generated catch block 
229                 e.printStackTrace(); 
230             } 
231         } 
232         System.out.println(arraylist.toString()); 
233         return arraylist; 
234     } 
235      
236     // MYSQL 
237     public ArrayList<Category> categoryVariables(){ 
238         ArrayList<Category> arraylist = new ArrayList<>(); 
239         if(isConnected()){ 
240             try { 
241                 Statement stmt = connMySQL.createStatement(); 
242                 sql = "SELECT idCat, nameCat FROM categories"; 
243                 ResultSet resultCat = stmt.executeQuery(sql); 
244                  
245                 Statement stmt1 = connMySQL.createStatement(); 
246                 while(resultCat.next()){ 
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247                     int idCat = resultCat.getInt(1); 
248                     Category category = new 
Category(resultCat.getString(2), idCat); 
249                     arraylist.add(category); 
250                     sql = "SELECT idVar, nameVar FROM variables WHERE 
idCat=" + idCat; 
251                     ResultSet resultVar = stmt1.executeQuery(sql); 
252                     while(resultVar.next()) 
253                         for(Category cat : arraylist) 
254                             if(cat.equals(category)){ 
255                                 cat.addVariable(resultVar.getString(2), 
resultVar.getInt(1)); 
256                                 cat.toString(); 
257                             } 
258                 }                
259             } catch (SQLException e) { 
260                 // TODO Auto-generated catch block 
261                 e.printStackTrace(); 
262             } 
263         } 
264         return arraylist; 
265     } 
266  
267     public boolean isDEBUG() { 
268         return DEBUG; 
269     } 
270  
271     public void setDEBUG(boolean dEBUG) { 
272         this.DEBUG = dEBUG; 
273         if(isDEBUG()){ 
274             this.dataHandler.setDEBUG(dEBUG); 
275         } 
276     } 
277  
278     public boolean isConnected() { 
279         if(!connection) 
280             System.out.println("There is no connection"); 
281         return connection; 
282     } 
283  
284     public void setConnection(boolean connection) { 
285         this.connection = connection; 
286     } 
287      
288 } 
H.3 – TableGrid.class 
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001 import javax.swing.DefaultCellEditor; 
002 import javax.swing.JComboBox; 
003 import javax.swing.JPanel; 
004 import javax.swing.JScrollPane; 
005 import javax.swing.JTable; 
006 import javax.swing.table.AbstractTableModel; 
007 import javax.swing.table.DefaultTableCellRenderer; 
008 import javax.swing.table.TableColumn; 
009 import javax.swing.table.TableColumnModel; 
010  
011 import datastructure.Category; 
012 import datastructure.Item; 
013 import datastructure.Variable; 
014 import maturitymodel.ScoreSystem; 
015  
016 import java.awt.Dimension; 
017 import java.awt.GridLayout; 
018 import java.util.ArrayList; 
019 import java.util.Vector; 
020   
021 /** 
022  * TableDemo is just like SimpleTableDemo, except that it 
023  * uses a custom TableModel. 
024  */ 
025 public class TableGrid extends JPanel { 
026     private boolean DEBUG = false; 
027     private int columns, rows; 
028  
029     public MyTableModel model;  
030     public JTable table;  
031      
032     public TableGrid(int col, int row, Dimension size) { 
033         super(new GridLayout(1,0)); 
034         JScrollPane scrollPane = initialize(col, row, size); 
035         //Add the scroll pane to this panel. 
036         add(scrollPane); 
037     } 
038          
039     public MyTableModel getModel(){ 
040         return this.model; 
041     } 
042      
043     public void setModel(MyTableModel model){ 
044         this.model = model; 
045     } 
046   
047     public class MyTableModel extends AbstractTableModel { 
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048          
049          
050         private String[] columnNames = new String[columns]; 
051          
052         private Object[][] data = new Object[rows][columns]; 
053          
054         public MyTableModel() { 
055             for(int i = 0; i < columns; i++){ 
056                 columnNames[i] = " "; 
057                 for(int j = 0; j < rows; j++) 
058                     getData()[j][i] = " "; 
059             } 
060         } 
061          
062         public int getColumnCount() { 
063             return columnNames.length; 
064         } 
065   
066         public int getRowCount() { 
067             return getData().length; 
068         } 
069   
070         public String getColumnName(int col) { 
071             return columnNames[col]; 
072         } 
073   
074         public Object getValueAt(int row, int col) { 
075             return getData()[row][col]; 
076         } 
077   
078         /* 
079          * JTable uses this method to determine the default renderer/ 
080          * editor for each cell.  If we didn't implement this method, 
081          * then the last column would contain text ("true"/"false"), 
082          * rather than a check box. 
083          */ 
084         public Class<? extends Object> getColumnClass(int c) { 
085             return getValueAt(0, c).getClass(); 
086  
087         } 
088   
089         /* 
090          * Don't need to implement this method unless your table's 
091          * editable. 
092          */ 
093         public boolean isCellEditable(int row, int col) { 
094             //Note that the data/cell address is constant, 
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095             //no matter where the cell appears onscreen. 
096             if (col < 0) { 
097                 return false; 
098             } else { 
099                 return true; 
100             } 
101         } 
102           
103         public void setColumnAt(String value, int col) { 
104             if (DEBUG) { 
105                 System.out.println("Setting value at " + col 
106                                    + " to " + value 
107                                    + " (an instance of " 
108                                    + value.getClass() + ")"); 
109             } 
110   
111             columnNames[col] = value; 
112             fireTableStructureChanged(); 
113   
114             if (DEBUG) { 
115                 System.out.println("New value of column:"); 
116                 printDebugData(); 
117             } 
118         } 
119          
120         /* 
121          * Don't need to implement this method unless your table's 
122          * data can change. 
123          */ 
124         public void setValueAt(Object value, int row, int col) { 
125             if (DEBUG) { 
126                 System.out.println("Setting value at " + row + "," + col 
127                                    + " to " + value 
128                                    + " (an instance of " 
129                                    + value.getClass() + ")"); 
130             } 
131   
132             getData()[row][col] = value; 
133 //            if(ScoreSystem.isValid((String) value)) 
134 //              data[row][col] = value; 
135 //            else 
136 //              data[row][col] = "NOT VALID VALUE"; 
137             fireTableCellUpdated(row, col); 
138   
139             if (DEBUG) { 
140                 System.out.println("New value of data:"); 
141                 printDebugData(); 
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142             } 
143         } 
144   
145         private void printDebugData() { 
146             int numRows = getRowCount(); 
147             int numCols = getColumnCount(); 
148   
149             for (int i=0; i < numRows; i++) { 
150                 System.out.print("    row " + i + ":"); 
151                 for (int j=0; j < numCols; j++) { 
152                     System.out.print("  " + getData()[i][j]); 
153                 } 
154                 System.out.println(); 
155             } 
156             System.out.println("--------------------------"); 
157         } 
158  
159         public Object[][] getData() { 
160             return data; 
161         } 
162  
163         public void setData(Object[][] data) { 
164             this.data = data; 
165         } 
166     } 
167  
168     private void setObejctRow(int rowLength){ 
169         Object[][] previousData = new Object[rowLength][columns]; 
170         int index = 0; 
171         for(Object[] val1 : model.getData()){ 
172             if(this.rows > rowLength && index == model.getData().length - 
2) 
173                 break; 
174             previousData[index] = val1; 
175             index++; 
176         } 
177         model.setData(previousData.clone()); 
178         if(this.rows > rowLength && index == model.getData().length - 1) 
179             model.fireTableRowsDeleted(rowLength, this.rows); 
180         else 
181             model.fireTableRowsInserted(this.rows, rowLength); 
182     } 
183      
184     public void addRow(){ 
185         setObejctRow(this.rows + 1); 
186         this.rows++; 
187     } 
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188      
189     public void removeRow(){ 
190         setObejctRow(this.rows - 1); 
191         this.rows--; 
192     } 
193  
194     private JScrollPane initialize(int col, int row, Dimension size){ 
195         this.columns = col; 
196         this.rows = row; 
197         this.model = new MyTableModel(); 
198         this.table = new JTable(this.model); 
199         for (int i = 0; i < col; i++) { 
200             if (i == 0) { 
201                 
this.table.getColumnModel().getColumn(i).setPreferredWidth(200); 
202             } else { 
203                 
this.table.getColumnModel().getColumn(i).setPreferredWidth(50); 
204             } 
205         } 
206          
207         table.setPreferredScrollableViewportSize(size); 
208         this.table.setFillsViewportHeight(true); 
209   
210         //Create the scroll pane and add the table to it. 
211         JScrollPane scrollPane = new JScrollPane(this.table); 
212         return scrollPane; 
213     } 
214  
215     public int getColumns() { 
216         return columns; 
217     } 
218  
219     public void setColumns(int col) { 
220         this.columns = col; 
221     } 
222  
223     public int getRows() { 
224         return rows; 
225     } 
226  
227     public void setRows(int row) { 
228         this.rows = row; 
229     } 
230  
231     public boolean isDEBUG() { 
232         return DEBUG; 
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233     } 
234  
235     public void setDEBUG(boolean dEBUG) { 
236         DEBUG = dEBUG; 
237     } 
238  
239 } 
H.4 – Database.class 
01 package datahanlders; 
02 import java.sql.*; 
03  
04 public class Database { 
05   
06  private boolean DEBUG = false; 
07  private static Connection conn = null; 
08   
09  public Connection connMySQLRoot(){ 
10      try { 
11          Class.forName("com.mysql.jdbc.Driver").newInstance(); 
12          String url = "jdbc:mysql://localhost/whitebox"; 
13  
14          String userName = "testing"; 
15          String password = "1234"; 
16          if(isDEBUG()) 
17              System.out.println("Connection to MySQL was attempted"); 
18          conn = DriverManager.getConnection(url, userName, password); 
19          if(isDEBUG()){ 
20              System.out.println("Connection attempt to MySQL server was 
succesful"); 
21          } 
22      } catch (Exception e) { 
23          // TODO Auto-generated catch block 
24          e.printStackTrace(); 
25          if(isDEBUG()){ 
26              System.out.println("Attempt on MySQL connection failed"); 
27              System.out.println(e.getMessage()); 
28              System.out.println(e.getCause()); 
29          } 
30      } 
31      return conn; 
32  } 
33   
34  public Connection connDerbyTesting(){ 
35      try { 
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36          
Class.forName("org.apache.derby.jdbc.EmbeddedDriver").newInstance(); 
37          String url = "jdbc:derby:whiteboxDB;create=true"; 
38          if(isDEBUG()) 
39              System.out.println("Connection to Derby was attempted"); 
40          conn = DriverManager.getConnection(url); 
41          if(isDEBUG()){ 
42              System.out.println("Connection attempt to Derby server was 
succesful"); 
43          } 
44      } catch (Exception e) { 
45          // TODO Auto-generated catch block 
46          e.printStackTrace(); 
47          if(isDEBUG()){ 
48              System.out.println("Attempt on Derby connection failed"); 
49              System.out.println(e.getMessage()); 
50              System.out.println(e.getCause()); 
51          } 
52      } 
53      return conn; 
54  } 
55       
56  private static int hex(char c) { 
57        if ( c < 'A' ) return (int)c - (int)'0'; 
58        else return 10 + (int)c - (int)'A'; 
59     } 
60   
61  private static String hex2(char c1, char c2) { 
62     int v = hex(c1)*16; 
63     if ( v >= 128 ) v = v - 256; 
64     v += hex(c2); 
65     byte[] b = { (byte)v }; 
66     return new String(b); 
67  } 
68   
69  public static String convert(String s) { 
70     String st = ""; 
71  
72     for (int i=0; i<s.length(); i++) { 
73        if ( s.charAt(i) == '+' ) st += ' '; 
74        else if ( s.charAt(i) == '%' ) { 
75           st += hex2(s.charAt(i+1),s.charAt(i+2)); 
76           i += 2; 
77        } else 
78           st += s.charAt(i); 
79     } 
80     return st; 
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81  } 
82  
83  public boolean isDEBUG() { 
84      return this.DEBUG; 
85  } 
86  
87  public void setDEBUG(boolean dEBUG) { 
88      this.DEBUG = dEBUG; 
89  } 
90 } 
H.5 – Category.class 
01 package datastructure; 
02 import java.util.ArrayList; 
03  
04 public class Category extends ArrayList<Variable>{ 
05   
06  public String name; 
07  public int id; 
08   
09  public Category(String name, int id){ 
10      this.name = name; 
11      this.id = id; 
12  } 
13   
14  public void addVariable(String name, int id){ 
15      add(new Variable(name, id)); 
16  } 
17   
18  public String toString(){ 
19      String content = "Category: " + this.name + ", ID: " + this.id + 
"\n"; 
20      for(Variable variable : this){ 
21              content += variable.toString() + "\n"; 
22      } 
23      return content; 
24  } 
25  
26  @Override 
27  public int hashCode() { 
28      return toString().hashCode(); 
29  } 
30   
31 //   public int compareTo(Category other) { 
32 //       return toString().compareTo(other.toString()); 
33 //   } 
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34  
35 //   public boolean equals(Object o) { 
36 ////     if(!(o instanceof Category)) return false; 
37 ////     Category other = (Category) o; 
38 ////     return (this.name == other.name && this.id == other.id); 
39 //       return this.toString().equals(o.toString()); 
40 //   } 
41  
42 } 
H.6 – Variable.class 
01 package datastructure; 
02  
03 import java.util.ArrayList; 
04  
05 public class Variable extends ArrayList<String>{ 
06  
07  public String name; 
08  public int id; 
09   
10  public Variable(String name, int id){ 
11      this.name = name; 
12      this.id = id; 
13  } 
14  
15  public String toString(){ 
16      return "Variable: " + this.name + ", ID: " + this.id; 
17  } 
18 } 
H.7 – Entry.class 
01 package datastructure; 
02  
03 import java.util.ArrayList; 
04  
05 public class Entry extends ArrayList<Item>{ 
06   
07  private String name; 
08  private int id; 
09   
10  public Entry(String name, int id){ 
11      this.setName(name); 
12      this.setId(id); 
13  } 
14  
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15  public Object[] getAsArray(){ 
16      // HARDCODED AT THE MOMENT 
17      Object[] items = new Object[4]; 
18      int index = 0; 
19      for(Item item : this) 
20          items[index] = item; 
21      return items; 
22  } 
23   
24  public String getName() { 
25      return name; 
26  } 
27  
28  public void setName(String name) { 
29      this.name = name; 
30  } 
31  
32  public int getId() { 
33      return id; 
34  } 
35  
36  public void setId(int id) { 
37      this.id = id; 
38  } 
39  
40  public void addItems(String name, int id) { 
41      add(new Item(name, id)); 
42  } 
43   
44  public String toString(){ 
45      String content = "Firm: " + this.name + ", known by ID: " + this.id + 
"\n"; 
46      for(Item item : this){ 
47              content += item.toString() + "\n"; 
48      } 
49      return content; 
50  } 
51  
52  @Override 
53  public int hashCode() { 
54      return toString().hashCode(); 
55  } 
56  
57  
58 } 
H.8 – Item.class 
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01 package datastructure; 
02  
03 public class Item { 
04   
05  private String name; 
06  private int id; 
07   
08  public Item(String name, int id){ 
09      this.setName(name); 
10      this.setId(id); 
11  } 
12  
13  public String toString(){ 
14      return name; 
15  } 
16  
17  public int getId() { 
18      return id; 
19  } 
20  
21  public void setId(int id) { 
22      this.id = id; 
23  } 
24  public String getName() { 
25      return name; 
26  } 
27  
28  public void setName(String name) { 
29      this.name = name; 
30  } 
31 } 
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Bilag I - Hjemmeside kode sprint 1 
Link til denne hjemmeside kan findes på denne hjemmeside - 
http://www.edbjan.dk/whitebox/htmlnu.html 
Reference Kode side 
I.1 Tabeller.html 225 
I.2 Tabel.js 229 
I.3 Tabel.css 230 
I.4 Tabelprocess.php 230 
I.5 Scorevalue.php 231 
I.6 Score.php 231 
I.1 - Tabeller.html 
001 <!DOCTYPE>   
002 <html lang="da" ng-app="Tabeller"> 
003 <head> 
004  <script src= "angular.min.js"></script> 
005 <script src= "Tabel.js"></script> 
006 <meta http-equiv="Content-Type" content="text/html; charset=utf-8" /> 
007 <link rel="stylesheet" type="text/css" href="Tabel.css"> 
008 <title>Forskellige layout</title> 
009 </head> 
010  
011 <body> 
012 <h1>Diffrent Tables</h1> 
013 <div ng-controller="tabel"> 
014 <button type="button" ng-click="table1=! table1">Table 1</button> 
015 <button type="button" ng-click="table2=! table2">Table 2</button> 
016 <button type="button" ng-click="table3=! table3">Table 3</button> 
017 <!--<button ng-show="createScore" type="button" ng-
click="scorebutton()">Måling</button> --> 
018 <br /> 
019 <br /> 
020 <br /> 
021 <div ng-show="table1"> 
022 <h1>Table 1</h1> 
023 <table border="2px" align="center"> 
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024 <tr> 
025 <th colspan="3" align="center" ng-repeat="x in 
process">{{x.processname}}</th> 
026 </tr> 
027  
028 <tr> 
029 <td ng-repeat="y in score" align="center">{{y.score}}</td> 
030 </tr> 
031 <tr align="center"> 
032 <td ng-repeat="y in score"><input type="text" required 
name="variable1"></td> 
033 </tr> 
034  
035 </table> 
036 </div> 
037  
038 <div ng-show="table2"> 
039 <h1> Tabel 2</h1>  
040 <table border="2px" align="center"> 
041 <tr> 
042 <th colspan="3" align="center" ng-repeat="x in process | limitTo : 
6">{{x.processname}}</th> 
043 </tr> 
044 <tr> 
045 <td ng-repeat="y in score  | limitTo : 18" 
align="center">{{y.score}}</td> 
046 </tr> 
047 <tr align="center"> 
048 <td ng-repeat="y in score  | limitTo : 18"><input type="text" required 
name="variable1"></td> 
049 </tr> 
050  
051 </table> 
052 <table border="2px" align="center"> 
053 <tr> 
054 <th colspan="3" align="center" ng-repeat="x in process | limitTo: 12 | 
limitTo: -6">{{x.processname}}</th> 
055 </tr> 
056 <tr> 
057 <td ng-repeat="y in score  | limitTo : 18" 
align="center">{{y.score}}</td> 
058 </tr> 
059 <tr align="center"> 
060 <td ng-repeat="y in score  | limitTo : 18"><input type="text" required 
name="variable1"></td> 
061 </tr> 
062  
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063 </table> 
064 <table border="2px" align="center"> 
065 <tr> 
066 <th colspan="3" align="center" ng-repeat="x in process | limitTo: 17 | 
limitTo: -5">{{x.processname}}</th> 
067 </tr> 
068 <tr> 
069 <td ng-repeat="y in score  | limitTo : 15" 
align="center">{{y.score}}</td> 
070 </tr> 
071 <tr align="center"> 
072 <td ng-repeat="y in score  | limitTo : 15"><input type="text" required 
name="variable1"></td> 
073 </tr> 
074 </table> 
075 <table border="2px" align="center"> 
076 <tr> 
077 <th colspan="3" align="center" ng-repeat="x in process | limitTo: 22 | 
limitTo: -5">{{x.processname}}</th> 
078 </tr> 
079 <tr> 
080 <td ng-repeat="y in score  | limitTo : 15" 
align="center">{{y.score}}</td> 
081 </tr> 
082 <tr align="center"> 
083 <td ng-repeat="y in score  | limitTo : 15"><input type="text" required 
name="variable1"></td> 
084 </tr> 
085 </table> 
086 </div> 
087 <div ng-show="table3"> 
088 <h1>Table 3</h1> 
089 <table border="2px" align="center"> 
090 <tr> 
091 <th colspan="3" align="center" ng-repeat="x in process | limitTo : 
4">{{x.processname}}</th> 
092 </tr> 
093 <tr> 
094 <td ng-repeat="y in score  | limitTo : 12" 
align="center">{{y.score}}</td> 
095 </tr> 
096 <tr align="center"> 
097 <td ng-repeat="y in score  | limitTo : 12"><input type="text" required 
name="variable1"></td> 
098 </tr> 
099  
100 </table> 
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101 <table border="2px" align="center"> 
102 <tr> 
103 <th colspan="3" align="center" ng-repeat="x in process | limitTo: 8 | 
limitTo: -4">{{x.processname}}</th> 
104 </tr> 
105 <tr> 
106 <td ng-repeat="y in score  | limitTo : 12" 
align="center">{{y.score}}</td> 
107 </tr> 
108 <tr align="center"> 
109 <td ng-repeat="y in score  | limitTo : 12"><input type="text" required 
name="variable1"></td> 
110 </tr> 
111  
112 </table> 
113 <table border="2px" align="center"> 
114 <tr> 
115 <th colspan="3" align="center" ng-repeat="x in process | limitTo: 12 | 
limitTo: -4">{{x.processname}}</th> 
116 </tr> 
117 <tr> 
118 <td ng-repeat="y in score  | limitTo : 12" 
align="center">{{y.score}}</td> 
119 </tr> 
120 <tr align="center"> 
121 <td ng-repeat="y in score  | limitTo : 12"><input type="text" required 
name="variable1"></td> 
122 </tr> 
123 </table> 
124 <table border="2px" align="center"> 
125 <tr> 
126 <th colspan="3" align="center" ng-repeat="x in process | limitTo: 16 | 
limitTo: -4">{{x.processname}}</th> 
127 </tr> 
128 <tr> 
129 <td ng-repeat="y in score  | limitTo : 12" 
align="center">{{y.score}}</td> 
130 </tr> 
131 <tr align="center"> 
132 <td ng-repeat="y in score  | limitTo : 12"><input type="text" required 
name="variable1"></td> 
133 </tr> 
134 </table> 
135 <table border="2px" align="center"> 
136 <tr> 
137 <th colspan="3" align="center" ng-repeat="x in process | limitTo: 20 | 
limitTo: -4">{{x.processname}}</th> 
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138 </tr> 
139 <tr> 
140 <td ng-repeat="y in score  | limitTo : 12" 
align="center">{{y.score}}</td> 
141 </tr> 
142 <tr align="center"> 
143 <td ng-repeat="y in score  | limitTo : 12"><input type="text" required 
name="variable1"></td> 
144 </tr> 
145 </table> 
146 <table border="2px" align="center"> 
147 <tr> 
148 <th colspan="3" align="center" ng-repeat="x in process | limitTo: 22 | 
limitTo: -2">{{x.processname}}</th> 
149 </tr> 
150 <tr> 
151 <td ng-repeat="y in score  | limitTo : 6" align="center">{{y.score}}</td> 
152 </tr> 
153 <tr align="center"> 
154 <td ng-repeat="y in score  | limitTo : 6"><input type="text" required 
name="variable1"></td> 
155 </tr> 
156 </table> 
157 </div> 
158 </body> 
159 </html> 
I.2 - Tabel.js 
01    
02   var Tabel = angular.module('Tabeller', []); 
03    
04   Tabel.controller('tabel', ['$scope','$http', function($scope,$http){ 
05    
06   $http.get("tableprocess.php") 
07  .success(function(response) {$scope.process = response;}); 
08     
09   $http.get("scorevalue.php") 
10  .success(function(response) {$scope.score = response;}); 
11   
12   $scope.scorebutton = function(){ 
13   $scope.createScore =! $scope.createScore; 
14     
15  $http.get("score.php") 
16  .success(function(response) {$scope.scoreback = response;});       
17  
18    } 
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19   }]); 
I.3 - Tabel.css 
01 @charset "utf-8"; 
02 /* CSS Document */ 
03 table { 
04  width:500px; 
05  alignment-adjust:central;    
06 } 
07 table.table1 { 
08  max-width: 1050px; 
09 } 
10 td { 
11  max-width:70px; 
12 } 
13 input { 
14  max-width:70px;  
15 } 
16 th { 
17  max-width:250px; 
18  min-width:210px;     
19 } 
20 h1 { 
21  text-align:center;       
22 } 
 
I.4 - tableprocess.php 
01 <?php 
02 header("Access-Control-Allow-Origin: *"); 
03 header("Content-Type: application/json; charset=UTF-8"); 
04  
05 $conn = new mysqli("localhost", "sumsar1989","22beornot22be", "whitebox"); 
06  
07 $result = $conn->query("SELECT processName FROM  processidentification"); 
08  
09 $outp = "["; 
10 $count=0; 
11 while($rs = $result->fetch_array(MYSQLI_ASSOC)) { 
12 if ($count>0){ 
13   $outp .= ',{"processname" : "'  . $rs["processName"] . '"}'; 
14 } 
15 if ($count==0){ 
16     $outp .= '{"processname" : "'  . $rs["processName"] . '"}'; 
17  } 
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18  $count++; 
19 } 
20 $outp .="]"; 
21  
22 $conn->close(); 
23  
24 echo($outp); 
25 ?>  
I.5 - scorevalue.php 
01 <?php 
02 header("Access-Control-Allow-Origin: *"); 
03 header("Content-Type: application/json; charset=UTF-8"); 
04 $conn = new mysqli("localhost", "sumsar1989","22beornot22be", "whitebox"); 
05 $result = $conn->query("SELECT scoreValue FROM  score"); 
06 $outp = "["; 
07 $count=0; 
08  
09 while($rs = $result->fetch_array(MYSQLI_ASSOC)) { 
10 if ($count>0){ 
11   $outp .= ',{"score" : "'  . $rs["scoreValue"] . '"}'; 
12 } 
13 if ($count==0){ 
14     $outp .= '{"score" : "'  . $rs["scoreValue"] . '"}'; 
15  } 
16  $count++; 
17 } 
18 $outp .="]"; 
19 $conn->close(); 
20 echo($outp); 
21 ?>  
I.6 - score.php 
01 <?php 
02   header("Access-Control-Allow-Origin: *"); 
03   header("Content-Type: application/json; charset=UTF-8"); 
04    
05   $conn = new mysqli("localhost", "sumsar1989","22beornot22be", 
"whitebox"); 
06         
07      $outp = "INSERT INTO score(processID, scoreValue) VALUES (1,'Måling 
1'),(1,'Måling 2'),(1,'Måling 3'),(2,'Måling 1'),(2,'Måling 2'),(2,'Måling 
3'),(3,'Måling 1'),(3,'Måling 2'),(3,'Måling 3'),(4,'Måling 1'),(4,'Måling 
2'),(4,'Måling 3'),(5,'Måling 1'),(5,'Måling 2'),(5,'Måling 3'),(6,'Måling 
1'),(6,'Måling 2'),(6,'Måling 3'),(7,'Måling 1'),(7,'Måling 2'),(7,'Måling 
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3'),(8,'Måling 1'),(8,'Måling 2'),(8,'Måling 3'),(9,'Måling 1'),(9,'Måling 
2'),(9,'Måling 3'),(10,'Måling 1'),(10,'Måling 2'),(10,'Måling 
3'),(11,'Måling 1'),(11,'Måling 2'),(11,'Måling 3'),(12,'Måling 
1'),(12,'Måling 2'),(12,'Måling 3'),(13,'Måling 1'),(13,'Måling 
2'),(13,'Måling 3'),(14,'Måling 1'),(14,'Måling 2'),(14,'Måling 
3'),(15,'Måling 1'),(15,'Måling 2'),(15,'Måling 3'),(16,'Måling 
1'),(16,'Måling 2'),(16,'Måling 3'),(17,'Måling 1'),(17,'Måling 
2'),(17,'Måling 3'),(18,'Måling 1'),(18,'Måling 2'),(18,'Måling 
3'),(19,'Måling 1'),(19,'Måling 2'),(19,'Måling 3'),(20,'Måling 
1'),(20,'Måling 2'),(20,'Måling 3'),(21,'Måling 1'),(21,'Måling 
2'),(21,'Måling 3'),(22,'Måling 1'),(22,'Måling 2'),(22,'Måling 3')"; 
08  
09      echo($outp); 
10      $conn->query($outp); 
11  
12   $conn->close(); 
13    
14   ?> 
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Bilag J – Stand alone program (Sprint 1) 
Dette bilagsdokument repræsentere stand alone programmet for sprint 1. Det er muligt at finde en 
eksekverbar fil i Bilagsdokumenter\Stand Alone Program\Sprint 1\whitebox.jar. Source koden for dette 
kan se i de følgende afsnit, men også liggende i Bilagsdokumenter\Stand Alone Program\Sprint 1\Source 
Code\ 
Reference Beskrivelse Side 
J.1 MainBoundary 233 
J.2 MainController 235 
J.3 SetupFirmBoundary 239 
J.4 SetupFirmController 244 
J.5 ProcessMeasurementsBoundary 248 
J.6 ProcessMeasurementsController 256 
J.7 Database 257 
J.8 DBConnectable 260 
J.9 Category 261 
J.10 Variable 263 
J.11 CompanyEntry 264 
J.12 Item 266 
J.13 TableGrid 268 
J.1 - MainBoundary.class 
01 package datahandlingsystem; 
02  
03  
04 import java.awt.Dimension; 
05 import java.awt.event.KeyEvent; 
06  
07 import javax.swing.*; 
08  
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09 /** 
10  * The MainBoundry class is the initiation of the datahandling system. 
This boundry (GUI)  
11  * utilize other boundries which is related to the datahandling system.  
12  *  
13  * @author       Anders Olsen & Rasmus Pries-Heje 
14  * @version  v.1-0, 21/03/2015 
15  * @see         Class 
16  */ 
17 public class MainBoundry extends JFrame{ 
18      
19  private boolean DEBUG = false; 
20  protected MainController dataHandling = new MainController(); 
21    
22      
23     public MainBoundry() { 
24      setDEBUG(true); 
25      Dimension minimumsize = new Dimension(800, 500); 
26         setDefaultCloseOperation(JFrame.EXIT_ON_CLOSE); 
27  
28         dataHandling.createDatabaseRelations(); 
29          
30         //Create and set up the content pane. 
31          
32 //        //Display the window. 
33  
34         JTabbedPane tabbedPane = new JTabbedPane(); 
35  
36         final SetupFirmBoundary firmContent = new SetupFirmBoundary(new 
Dimension(600,100)); 
37         firmContent.setDEBUG(true); 
38         firmContent.setOpaque(true); //content panes must be opaque 
39 //      setContentPane(firmContent); 
40         tabbedPane.addTab("Tab 1", firmContent); 
41         tabbedPane.setMnemonicAt(0, KeyEvent.VK_1); 
42  
43         final ProcessMeasurementsBoundry measurementsContent = new 
ProcessMeasurementsBoundry(); 
44         measurementsContent.setDEBUG(true); 
45         measurementsContent.setOpaque(true); //content panes must be 
opaque 
46 //      setContentPane(measurementsContent); 
47         tabbedPane.addTab("Tab 2", measurementsContent); 
48         tabbedPane.setMnemonicAt(0, KeyEvent.VK_2); 
49  
50         add(tabbedPane); 
51         pack(); 
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52         setSize(minimumsize); 
53          
54         setVisible(true); 
55       
56  } 
57   
58  /** 
59      * Create the GUI and show it.  For thread safety, 
60       * this method should be invoked from the 
61       * event-dispatching thread. 
62       */ 
63  public static void main(String[] args){ 
64       
65      //Schedule a job for the event-dispatching thread: 
66         //creating and showing this application's GUI. 
67         javax.swing.SwingUtilities.invokeLater(new Runnable() { 
68             public void run() { 
69              new MainBoundry(); 
70             } 
71         }); 
72  } 
73   
74  
75       
76  public boolean isDEBUG() { 
77      return this.DEBUG; 
78  } 
79  
80  public void setDEBUG(boolean dEBUG) { 
81      this.DEBUG = dEBUG; 
82      if(isDEBUG()){ 
83          this.dataHandling.setDEBUG(dEBUG); 
84      } 
85  } 
86 } 
J.2 - MainController.class 
001 package datahandlingsystem; 
002  
003  
004 import java.sql.DatabaseMetaData; 
005 import java.sql.ResultSet; 
006 import java.sql.SQLException; 
007 import java.sql.Statement; 
008  
009 import datahandlers.DBConnectable; 
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010  
011 public class MainController extends DBConnectable{ 
012      
013     private boolean DEBUG = false; 
014      
015     public MainController (){ 
016         setConnection("Derby"); 
017     } 
018      
019     public void createDatabaseRelations(){ 
020         if(isConnected()){ 
021             DatabaseMetaData dbmd; 
022             try { 
023                 dbmd = connDerby.getMetaData(); 
024                 ResultSet rs = dbmd.getTables(null, "WHITEBOXAPPX2", 
null, null); 
025                  
026                 if(!rs.next()){ 
027                     createMyRelations(); 
028                     System.out.println("Database was Created"); 
029                     insertValuesLocally(); 
030                     insertDatasetLocally(); 
031                 } 
032                 ResultSet rs2 = dbmd.getTables(null, 
"WHITEBOXAPPX2","score", null); 
033 //              if(!rs2.next()){ 
034 //                  Statement stmtCompanyEntry; 
035 //                  stmtCompanyEntry = connDerby.createStatement(); 
036 //                  sql = "CREATE TABLE whiteboxAppx2.score (" + 
037 //                            "\"idProcess\" INTEGER NOT NULL," + 
038 //                            "\"idBus\" INTEGER NOT NULL," + 
039 //                            "\"score1\" FLOAT NOT NULL," + 
040 //                            "\"score2\" FLOAT NOT NULL," + 
041 //                            "\"score3\" FLOAT NOT NULL," + 
042 //                            "PRIMARY KEY (\"idProcess\",\"idBus\")" + 
043 //                          ") "; 
044 //                  stmtCompanyEntry.execute(sql); 
045 //              } 
046             //  rs.toString(); 
047             } catch (SQLException e) { 
048                 // TODO Auto-generated catch block 
049                 e.printStackTrace(); 
050             } 
051         } 
052     } 
053      
054     public void insertDatasetLocally(){ 
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055         if(isConnected()){ 
056             try { 
057                 Statement stmt1 = connDerby.createStatement(); 
058                 Statement stmt2 = connDerby.createStatement(); 
059                 sql = "INSERT INTO whiteboxAppx2.businesses (\"idBus\", 
\"year\", \"quarter\") VALUES" + 
060                         "(1, '2014', 'Q3')," + 
061                         "(2, '2015', 'Q2')"; 
062      
063                 stmt1.executeUpdate(sql); 
064                          
065                 sql =   "INSERT INTO whiteboxAppx2.businessdataset 
(\"idBus\", \"idVar\") VALUES" + 
066                         "(1, 1)," + 
067                         "(1, 4)," + 
068                         "(2, 3)," + 
069                         "(2, 6)"; 
070                 stmt2.executeUpdate(sql); 
071                  
072             } catch (Exception e) { 
073                 // TODO: handle exception 
074                 e.getStackTrace(); 
075             }    
076         } 
077     } 
078      
079     public void insertValuesLocally(){ 
080         if(isConnected()){ 
081             try { 
082                 Statement stmt1 = connDerby.createStatement(); 
083  
084                 sql = "INSERT INTO whiteboxAppx2.categories (\"idCat\", 
\"nameCat\") VALUES" + 
085                         "(1, 'Antal Ansatte')," + 
086                         "(2, 'Lokation')"; 
087      
088                 stmt1.executeUpdate(sql); 
089                 Statement stmt2 = connDerby.createStatement();                       
090                 sql =   "INSERT INTO whiteboxAppx2.variables (\"idVar\", 
\"idCat\", \"nameVar\") VALUES" + 
091                         "(1, 1, '1-50')," + 
092                         "(2, 1, '51-100')," + 
093                         "(3, 1, '101-150')," + 
094                         "(4, 2, 'Nord Sjælland')," + 
095                         "(5, 2, 'Falster')," + 
096                         "(6, 2, 'Fyn')"; 
097                 stmt2.executeUpdate(sql); 
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098             } catch (Exception e) { 
099                 // TODO: handle exception 
100             }    
101         } 
102     } 
103          
104     private void createMyRelations() { 
105         if(isConnected()){ 
106             Statement stmtSCHEMA; 
107             Statement stmtBusinessDataset; 
108             Statement stmtBusinesses; 
109             Statement stmtCategories; 
110             Statement stmtVariables; 
111             Statement stmtCompanyEntry; 
112             try { 
113                 stmtSCHEMA = connDerby.createStatement(); 
114                 sql = "CREATE SCHEMA WHITEBOXAPPX2"; 
115                 stmtSCHEMA.executeUpdate(sql); 
116                  
117                 stmtBusinessDataset = connDerby.createStatement(); 
118                 sql = "CREATE TABLE whiteboxAppx2.businessdataset (" + 
119                           "\"idVar\" INTEGER NOT NULL," + 
120                           "\"idBus\" INTEGER NOT NULL," + 
121                           "PRIMARY KEY (\"idVar\",\"idBus\")" + 
122                         ") "; 
123                 stmtBusinessDataset.executeUpdate(sql); 
124                          
125                 stmtBusinesses = connDerby.createStatement(); 
126                 sql = "CREATE TABLE whiteboxAppx2.businesses (" + 
127                           "\"idBus\" INTEGER NOT NULL," + 
128                           "\"year\" INTEGER NOT NULL," + 
129                           "\"quarter\" VARCHAR(255) NOT NULL," + 
130                           "PRIMARY KEY (\"idBus\")" + 
131                         ") "; 
132                 stmtBusinesses.executeUpdate(sql); 
133                          
134                 stmtCategories = connDerby.createStatement(); 
135                 sql = "CREATE TABLE  whiteboxAppx2.categories (" + 
136                           "\"idCat\" INTEGER NOT NULL," + 
137                           "\"nameCat\" VARCHAR(255) NOT NULL," + 
138                           "PRIMARY KEY (\"idCat\")" + 
139                         ") "; 
140                 stmtCategories.executeUpdate(sql); 
141                          
142                 stmtVariables = connDerby.createStatement(); 
143                 sql = "CREATE TABLE whiteboxAppx2.variables (" + 
144                           "\"idVar\" INTEGER NOT NULL," + 
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145                           "\"idCat\" INTEGER NOT NULL," + 
146                           "\"nameVar\" VARCHAR(255) NOT NULL," + 
147                           "PRIMARY KEY (\"idVar\",\"idCat\")" + 
148                         ") "; 
149                 stmtVariables.execute(sql); 
150                 stmtCompanyEntry = connDerby.createStatement(); 
151                 sql = "CREATE TABLE whiteboxAppx2.score (" + 
152                           "\"idProcess\" INTEGER NOT NULL," + 
153                           "\"idBus\" INTEGER NOT NULL," + 
154                           "\"score1\" FLOAT NOT NULL," + 
155                           "\"score2\" FLOAT NOT NULL," + 
156                           "\"score3\" FLOAT NOT NULL," + 
157                           "PRIMARY KEY (\"idProcess\",\"idBus\")" + 
158                         ") "; 
159                 stmtCompanyEntry.execute(sql); 
160             } catch (SQLException e) { 
161                 // TODO Auto-generated catch block 
162                 e.printStackTrace(); 
163             } 
164         } 
165     } 
166  
167  
168     public boolean isDEBUG() { 
169         return DEBUG; 
170     } 
171  
172     public void setDEBUG(boolean dEBUG) { 
173         this.DEBUG = dEBUG; 
174         if(isDEBUG()){ 
175             this.dataHandler.setDEBUG(dEBUG); 
176         } 
177     } 
178      
179 } 
J.3 - SetupFirmBoundary.class 
001 package datahandlingsystem; 
002  
003  
004 import guiutilities.TableGrid; 
005  
006 import java.awt.Dimension; 
007 import java.util.ArrayList; 
008 import java.util.Vector; 
009  
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010 import javax.swing.DefaultCellEditor; 
011 import javax.swing.JButton; 
012 import javax.swing.JComboBox; 
013 import javax.swing.JOptionPane; 
014 import javax.swing.JPanel; 
015 import javax.swing.table.DefaultTableCellRenderer; 
016 import javax.swing.table.TableColumn; 
017 import javax.swing.table.TableColumnModel; 
018  
019 import datastructure.Category; 
020 import datastructure.CompanyEntry; 
021 import datastructure.Item; 
022 import datastructure.Variable; 
023  
024  
025 public class SetupFirmBoundary extends JPanel{ 
026  
027     private boolean DEBUG = false; 
028     public static JButton syncBtn, saveBtn, addBtn, removeBtn; 
029     private SetupFirmController dataHandling = new SetupFirmController(); 
030     public ArrayList<Category> categories; 
031     public ArrayList<String> categoriesNames; 
032     public ArrayList<CompanyEntry> entries; 
033     private int categoryColumnStart = 3; 
034     private TableGrid table; 
035     private int error = 0; 
036     private String errorScore = ""; 
037     private Object errorValue = 0; 
038     private ArrayList<JComboBox> allComboBox = new 
ArrayList<JComboBox>(); 
039     private JPanel savedInput; 
040      
041     public SetupFirmBoundary(Dimension minimumsize){ 
042         dataHandling.setConnection("derby");  
043         categories = dataHandling.selectCategoriesLocally(); 
044         entries = dataHandling.readLocally(); 
045         int maxColumns = categories.size(); 
046         table = new TableGrid(maxColumns+categoryColumnStart, 1, 
minimumsize); 
047 //      table = new TableGrid(maxColumns+categoryColumnStart, 
entries.size() > 0 ? entries.size() : 1, minimumsize); 
048         setUpColumnNames(); 
049         if(entries.size() > 0){ 
050 //          setObjectData(maxColumns+categoryColumnStart); 
051         } 
052         setUpCategoryVariables(); 
053         setupButtons(); 
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054         add(table); 
055     } 
056      
057     private void setupButtons(){ 
058         saveBtn = new JButton("Gem lokalt"); 
059       saveBtn.setToolTipText("Gem på den lokale maskine"); // Adding Tool 
060       this.add(saveBtn); 
061         saveBtn.addActionListener(new java.awt.event.ActionListener() { 
062           @Override 
063           public void actionPerformed(java.awt.event.ActionEvent evt) { 
064  
065               handleProcessScores(); 
066           } 
067       }); 
068  
069         removeBtn = new JButton("Tilføj"); 
070         removeBtn.setToolTipText("Tilføj ny række"); // Adding Tool 
071         this.add(removeBtn); 
072         removeBtn.addActionListener(new java.awt.event.ActionListener() { 
073             @Override 
074             public void actionPerformed(java.awt.event.ActionEvent evt) { 
075                 table.addRow(); 
076             } 
077         }); 
078          
079  
080     public void setUpColumnNames(){ 
081         table.model.setColumnAt("ID", 0); 
082         table.model.setColumnAt("År", 1); 
083         table.model.setColumnAt("Kvartal", 2); 
084         int column = categoryColumnStart; 
085         for(Category cat : categories){ 
086             table.model.setColumnAt(cat.name, column); 
087 //          categoriesNames.add(cat.name); 
088             column++; 
089         } 
090     } 
091      
092     public void setUpCategoryVariables(){ 
093         int column = categoryColumnStart; 
094         for(Category cat : categories){ 
095             setUpComboBox(table.table.getColumnModel(), cat, column); 
096             column++; 
097         } 
098     } 
099      
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100     private void setUpComboBox(TableColumnModel columnModel, 
ArrayList<Variable> data, int column){ 
101         TableColumn columnComboBox = columnModel.getColumn(column); 
102         Vector<Item> comboBoxModel = new Vector<Item>(); 
103         for(Variable var : data){ 
104             comboBoxModel.addElement(new Item(var.name, var.id));    
105         } 
106         JComboBox<Item> comboBox = new JComboBox<Item>(comboBoxModel); 
107         allComboBox.add(comboBox); 
108         columnComboBox.setCellEditor(new DefaultCellEditor(comboBox)); 
109         DefaultTableCellRenderer renderer = 
110                 new DefaultTableCellRenderer(); 
111         renderer.setToolTipText("Click for combo box"); 
112         columnComboBox.setCellRenderer(renderer); 
113     } 
114  
115     public void handleProcessScores(){ 
116         ArrayList<CompanyEntry> companies = new 
ArrayList<CompanyEntry>(); 
117         outerloop: 
118         for(int row = 0; row < table.model.getRowCount(); row++){ 
119             System.out.println("row: " + row); 
120             try{ 
121                 if(!(Integer.parseInt((String) 
table.model.getValueAt(row, 1)) > 1800) || !(Integer.parseInt((String) 
table.model.getValueAt(row, 1)) < 3000)){ 
122                     errorValue = "Året skal være inden for 1800 og 2999"; 
123                     error = 2; 
124                     break outerloop; 
125                 } 
126                 companies.add(new CompanyEntry(Integer.parseInt((String) 
table.model.getValueAt(row, 0)), Integer.parseInt((String) 
table.model.getValueAt(row, 1)), (String) table.model.getValueAt(row, 2))); 
127             } catch (NumberFormatException e){ 
128                 if(table.model.getValueAt(row,0) == "" || 
table.model.getValueAt(row,0) == null) 
129                     errorValue = "Der er ikke indtastet et gyldigt ID"; 
130                 else if(table.model.getValueAt(row,1) == ""  || 
table.model.getValueAt(row,1) == null) 
131                     errorValue = "Der er ikke indtastet et gyldigt År"; 
132                 else if(table.model.getValueAt(row,2) == ""  || 
table.model.getValueAt(row,2) == null) 
133                     errorValue = "Der er ikke indtastet et gyldigt 
Kvartal"; 
134                 error = 4; 
135                 break outerloop; 
136             } catch(NullPointerException e){ 
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137                 if(table.model.getValueAt(row,2) == null) 
138                     errorValue = "Der er ikke indtastet et gyldigt 
Kvartal"; 
139                 error = 5; 
140                 break outerloop; 
141             } 
142             for(int col = 3, index = 0; col < 
table.model.getColumnCount(); col++, index++){ 
143                 try{ 
144                     companies.get(row).add(((Item) 
table.model.getValueAt(row, col)));                   
145                 } catch(ClassCastException e){ 
146                     if(table.model.getValueAt(row,col) == "") 
147                         errorValue = "Der var ingen værdi valgt"; 
148                     else 
149                         errorValue = table.model.getValueAt(row,col); 
150                     error = 6; 
151                     System.out.println(errorValue); 
152                     break outerloop; 
153                 } catch(NullPointerException e){ 
154                     if(table.model.getValueAt(row,col) == "") 
155                         errorValue = "Der var ingen værdi valgt"; 
156                     else 
157                         errorValue = "Der var ikke valgt en værdi for: " 
+ table.model.getColumnName(col); 
158                     error = 7; 
159                     System.out.println(errorValue); 
160                     break outerloop; 
161                 }  
162             } 
163         } 
164         if(error == 4 || error == 6 || error == 2 || error == 5){ 
165             JOptionPane.showMessageDialog(table, "Error Id: " + error + 
"\n Message: " + errorValue); 
166         } else { 
167             dataHandling.newCompanyEntry(companies); 
168             if(dataHandling.isError()) { 
169                 if(dataHandling.getErrorCode().equals("23505")){ 
170                     JOptionPane.showMessageDialog(table, "Det indskrevne 
id eksistere allerede i Databasen"); 
171                 } 
172             } else { 
173                 showStoreInput(companies); 
174             } 
175             dataHandling.setError(false); 
176         } 
177         error = 0; 
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178     } 
179      
180     public void showStoreInput(ArrayList<CompanyEntry> companies){ 
181         String message = ""; 
182         for(CompanyEntry entry : companies){ 
183             message += "Firm ID: " + entry.toString(); 
184             message += "\n Year: " + entry.getYear(); 
185             message += "\n Quater: " + entry.getQuarter(); 
186             for(Item item : entry){ 
187                 message += "\n Variable: " + item.toString(); 
188                 message += "\n id of Variable: " + item.getId(); 
189             } 
190         }        
191         JOptionPane.showMessageDialog(table, message); 
192     } 
193      
194     public boolean isDEBUG() { 
195         return DEBUG; 
196     } 
197  
198     public void setDEBUG(boolean dEBUG) { 
199         DEBUG = dEBUG; 
200     } 
201  
202 }  
J.4 - SetupFirmController.class 
001 package datahandlingsystem; 
002  
003  
004 import java.sql.ResultSet; 
005 import java.sql.SQLException; 
006 import java.sql.Statement; 
007 import java.util.ArrayList; 
008  
009 import datahandlers.DBConnectable; 
010 import datastructure.Category; 
011 import datastructure.CompanyEntry; 
012 import datastructure.Item; 
013  
014  
015 public class SetupFirmController extends DBConnectable{ 
016  
017     private boolean DEBUG = false, error = false; 
018     private String errorCode; 
019     public boolean isError() { 
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020         return error; 
021     } 
022  
023     public void setError(boolean error) { 
024         this.error = error; 
025     } 
026  
027     public String getErrorCode() { 
028         return errorCode; 
029     } 
030  
031     public void setErrorCode(String errorCode) { 
032         this.errorCode = errorCode; 
033     } 
034  
035     public ArrayList<CompanyEntry> readLocally(){ 
036         ArrayList<CompanyEntry> arraylist = new ArrayList<>(); 
037         if(isConnected()){ 
038             try { 
039                 Statement stmt = connDerby.createStatement(); 
040                 sql = "SELECT \"idBus\", \"year\", \"quarter\" FROM 
WHITEBOXAPPX2.businesses"; 
041                 ResultSet resultFirm = stmt.executeQuery(sql); 
042                  
043                 Statement stmt1 = connDerby.createStatement(); 
044                 while(resultFirm.next()){ 
045                     int idBus = resultFirm.getInt(1); 
046                     CompanyEntry entry = new CompanyEntry(idBus); 
047                     arraylist.add(entry); 
048                     sql = "SELECT \"idBus\", \"idVar\" FROM 
WHITEBOXAPPX2.businessdataset WHERE \"idBus\"=" + idBus; 
049                     ResultSet resultEnt = stmt1.executeQuery(sql); 
050                     while(resultEnt.next()) 
051                         for(CompanyEntry ent : arraylist) 
052                             if(ent.equals(entry)){ 
053                                 Statement variables = 
connDerby.createStatement(); 
054                                 sql = "SELECT \"idCat\", \"idVar\", 
\"nameVar\" FROM WHITEBOXAPPX2.variables"; 
055                                 ResultSet resultVar = 
variables.executeQuery(sql);                       
056                                 while(resultVar.next()) 
057                                     if(resultEnt.getInt(2) == 
resultVar.getInt(2)) 
058                                         
ent.addItems(resultVar.getString(3), resultVar.getInt(2)); 
059                             } 
Pries-Heje & Olsen 
 
 
S i d e  246 | 471 
 
 
060                  
061                 } 
062                 if(DEBUG){ 
063                     System.out.println(arraylist.toString()); 
064                 } 
065             } catch (SQLException e) { 
066                 // TODO Auto-generated catch block 
067                 e.printStackTrace(); 
068             } 
069         } 
070 //      System.out.println(arraylist.toString()); 
071         return arraylist; 
072     } 
073      
074     public ArrayList<Category> selectCategoriesLocally(){ 
075         ArrayList<Category> arraylist = new ArrayList<>(); 
076         if(isConnected()){ 
077             try { 
078                 Statement stmt = connDerby.createStatement(); 
079                 sql = "SELECT \"idCat\", \"nameCat\" FROM 
WHITEBOXAPPX2.categories"; 
080                 ResultSet resultCat = stmt.executeQuery(sql); 
081                  
082                 Statement stmt1 = connDerby.createStatement(); 
083                 while(resultCat.next()){ 
084                     int idCat = resultCat.getInt(1); 
085                     Category category = new 
Category(resultCat.getString(2), idCat); 
086                     arraylist.add(category); 
087                     sql = "SELECT \"idVar\", \"nameVar\" FROM 
WHITEBOXAPPX2.variables WHERE \"idCat\"=" + idCat; 
088                     ResultSet resultVar = stmt1.executeQuery(sql); 
089                     while(resultVar.next()) 
090                         for(Category cat : arraylist) 
091                             if(cat.equals(category)){ 
092                                 cat.addVariable(resultVar.getString(2), 
resultVar.getInt(1)); 
093                             } 
094                 }                
095             } catch (SQLException e) { 
096                 // TODO Auto-generated catch block 
097                 e.printStackTrace(); 
098             } 
099         } 
100         return arraylist; 
101     } 
102      
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103     // MYSQL 
104     public ArrayList<Category> categoryVariables(){ 
105         ArrayList<Category> arraylist = new ArrayList<>(); 
106         if(isConnected()){ 
107             try { 
108                 Statement stmt = connMySQL.createStatement(); 
109                 sql = "SELECT idCat, nameCat FROM categories"; 
110                 ResultSet resultCat = stmt.executeQuery(sql); 
111                  
112                 Statement stmt1 = connMySQL.createStatement(); 
113                 while(resultCat.next()){ 
114                     int idCat = resultCat.getInt(1); 
115                     Category category = new 
Category(resultCat.getString(2), idCat); 
116                     arraylist.add(category); 
117                     sql = "SELECT idVar, nameVar FROM variables WHERE 
idCat=" + idCat; 
118                     ResultSet resultVar = stmt1.executeQuery(sql); 
119                     while(resultVar.next()) 
120                         for(Category cat : arraylist) 
121                             if(cat.equals(category)){ 
122                                 cat.addVariable(resultVar.getString(2), 
resultVar.getInt(1)); 
123                             } 
124                 }                
125             } catch (SQLException e) { 
126                 // TODO Auto-generated catch block 
127                 e.printStackTrace(); 
128             } 
129         } 
130         return arraylist; 
131     } 
132      
133     public void storeLocally(){ 
134         if(isConnected()){ 
135              
136         } 
137     } 
138  
139     public void newCompanyEntry(ArrayList<CompanyEntry> companies) { 
140         for(CompanyEntry entry : companies){ 
141             int idBus = entry.getId(); 
142             Statement stmt2; 
143             try { 
144      
145                 stmt2 = connDerby.createStatement(); 
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146                 sql = "INSERT INTO whiteboxAppx2.businesses ( 
\"idBus\",\"year\", \"quarter\") VALUES " 
147                         + "(" 
148                         + idBus 
149                         + ", " 
150                         + entry.getYear() 
151                         + ", " 
152                         + "'" + entry.getQuarter() + "' )"; 
153                 System.out.println(sql); 
154                 stmt2.executeUpdate(sql); 
155      
156                 for (Item item : entry) { 
157                     sql = "INSERT INTO whiteboxAppx2.businessdataset ( 
\"idVar\",\"idBus\") VALUES " 
158                             + "(" 
159                             + item.getId() 
160                             + ", " 
161                             + idBus + " )"; 
162                     System.out.println(sql); 
163                     stmt2.executeUpdate(sql); 
164                 } 
165             } catch (SQLException e) { 
166                 // TODO Auto-generated catch block 
167                 System.out.println("From Datahandler"); 
168                  
169                 error = true; 
170                 System.out.println(error); 
171                 errorCode = e.getSQLState(); 
172                 System.out.println(errorCode); 
173             } catch (NullPointerException e){ 
174                  
175             } 
176         } 
177     } 
178 } 
J.5 - ProcessMeasurementsBoundary.class 
001 package datahandlingsystem; 
002  
003 import guiutilities.ColumnGroup; 
004 import guiutilities.GroupableTableHeader; 
005  
006 import java.awt.Dimension; 
007 import java.util.ArrayList; 
008  
009 import javax.swing.JButton; 
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010 import javax.swing.JOptionPane; 
011 import javax.swing.JPanel; 
012 import javax.swing.JScrollPane; 
013 import javax.swing.JTable; 
014 import javax.swing.table.DefaultTableModel; 
015 import javax.swing.table.JTableHeader; 
016 import javax.swing.table.TableColumnModel; 
017  
018 import datastructure.CompanyEntry; 
019 import datastructure.Item; 
020  
021 public class ProcessMeasurementsBoundry extends JPanel { 
022  
023     private boolean DEBUG = false; 
024     private ProcessMeasurementsController dataHandling = new 
ProcessMeasurementsController(); 
025     private JTable table; 
026     private DefaultTableModel dm = new DefaultTableModel(); 
027     private Object[] obj = new Object[67]; 
028     private int error = 0; 
029     private String errorScore = ""; 
030     private Object errorValue = 0; 
031      
032      
033     public ProcessMeasurementsBoundry() { 
034          
035          
036         obj[0] = "Company entry"; 
037         for (int i = 1; i <= 66; i++) { 
038             obj[i] = "måling 1"; 
039  
040             i++; 
041             obj[i] = "måling 2"; 
042  
043             i++; 
044             obj[i] = "måling 3"; 
045  
046         } 
047  
048         dm.setDataVector(new Object[][] {  
049          
050                 { "", "", "", "", "", "", "", "", "", "", "", "", 
051                     "", "", "", "", "", "", "", "", "", "", "", "", 
052                     "", "", "", "", "", "", "", "", "", "", "", "", 
053                     "", "", "", "", "", "", "", "", "", "", "", "", 
054                     "", "", "", "", "", "", "", "", "", "", "", "", 
055                     "", "", "", "", "", "", "" 
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056                     }            
057 //              { "123123", "1", "2", "3", "4", "5", 
058 //              "6", "7", "8", "9", "10", "11", "12", "13", "14", "15", 
"16", 
059 //              "17", "18", "19", "20", "21", "22", "23", "24", "25", 
"26", 
060 //              "27", "28", "29", "30", "1", "2", "3", "4", "5", "6", 
"7", "8", 
061 //              "9", "10", "11", "12", "13", "14", "15", "16", "17", 
"18", 
062 //              "19", "20", "21", "22", "23", "24", "25", "26", "27", 
"28", 
063 //              "29", "30", "28", "29", "30", "28", "29", "30" }  
064                 }, obj); 
065  
066         table = new JTable(dm) { 
067             protected JTableHeader createDefaultTableHeader() { 
068                 return new GroupableTableHeader(columnModel); 
069             } 
070  
071             public boolean getScrollableTracksViewportWidth() { 
072                 return getPreferredSize().width < getParent().getWidth(); 
073             } 
074         }; 
075  
076         table.setPreferredScrollableViewportSize(new Dimension(600, 50)); 
077         table.setFillsViewportHeight(true); 
078         // table.setAutoResizeMode(JTable.AUTO_RESIZE_OFF); 
079  
080         TableColumnModel cm = table.getColumnModel(); 
081         GroupableTableHeader header = (GroupableTableHeader) table 
082                 .getTableHeader(); 
083  
084         int index = 1; 
085         for (int i = 1; i <= 22; i++) { 
086             ColumnGroup g_name = new ColumnGroup("Proces " + i); 
087             g_name.add(cm.getColumn(index)); 
088             index++; 
089             g_name.add(cm.getColumn(index)); 
090             index++; 
091             g_name.add(cm.getColumn(index)); 
092             index++; 
093             header.addColumnGroup(g_name); 
094         } 
095         JScrollPane scroll = new JScrollPane(table); 
096         add(scroll); 
097  
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098         JButton saveBtn = new JButton("Gem lokalt"); 
099         saveBtn.setToolTipText("Gemmer data på din maskine"); // Adding 
100                                                                         
// Tool 
101         this.add(saveBtn); 
102         saveBtn.addActionListener(new java.awt.event.ActionListener() { 
103             @Override 
104             public void actionPerformed(java.awt.event.ActionEvent evt) { 
105                 handleProcessScores(); 
106             } 
107             // panel.model.get 
108             // dataHandling.queryNewEntry(data); 
109         }); 
110  
111     } 
112  
113     /** 
114      * This method collects the input from the GUI and requests the 
ProcessMeasurementsController to handle the data for storing. 
115      * Additionally this method also check if all values from input are 
legal. This method can throw the FormatNumberExpection or 
116      * NullPointerException. These are handled in order for the user to 
get the correct feedback related to the issue. Furthermore  
117      * an input value may only be within the range of 1 to 4 and numbers 
may only be in quarters. IE: 1 or 1.25 are legal values  
118      * but 1.24 is an illegal value.  
119      *  
120      *  
121      * @throws      NullPointerException An unlikely scenario is for the 
user to insert a null value, however, if there is other  
122      * functionality implementations which sets one or more of the input 
values automatically an error might occur and a null value is given. 
Therefore 
123      * the exception is handled and prompts a dialog window that explains 
the issue to the user.  
124      *  
125      * @throws      FormatNumberException It should not be allowed store 
invalid data into the database. Therefore it is 
126      * necessary to check if all input values are of a valid format. The 
correct format is a float. If a float is not given the user  
127      * will be prompt with a dialog window that explains the issue. 
128      *  
129      *  
130      * @see         Float 
131      * @see         CompanyEntry 
132      */ 
133     public void handleProcessScores(){ 
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134         ArrayList<CompanyEntry> companyenrty = new 
ArrayList<CompanyEntry>(); 
135         int idprocess = 0; 
136         float s1 = 0, s2 = 0, s3 = 0; 
137         outerloop: 
138         for (int row = 0; row == 0; row++) { 
139             try{ 
140                 companyenrty.add(new 
CompanyEntry(Integer.parseInt((String) table.getValueAt(row, 0)))); 
141             } catch (NumberFormatException e){ 
142                 if(table.getValueAt(row,0) == "") 
143                     errorValue = "Der var ingen værdi indtastet"; 
144                 else 
145                     errorValue = table.getValueAt(row,0); 
146                 error = 4; 
147                 break outerloop; 
148             } 
149              
150             for (int col = 1; col < table.getColumnCount(); col++) { 
151                 idprocess = (int) Math.round((col + 1.2) / 3); 
152  
153                 try{ 
154                     s1 = Float.parseFloat((String) 
table.getValueAt(row,col)); 
155                     if(isValid(s1)) 
156                         try{ 
157                             s2 = Float.parseFloat((String) 
table.getValueAt(row,++col)); 
158                             if(isValid(s2)) 
159                                 try{ 
160                                     s3 = Float.parseFloat((String) 
table.getValueAt(row,++col)); 
161                                     if(isValid(s3)) 
162                                         companyenrty.get(row).add(new 
Item(idprocess, s1, s2, s3));  
163                                     else { 
164                                         errorScore = "Måling 3"; 
165                                         errorValue = s3; 
166                                         error = 1; 
167                                         break outerloop;                                     
168                                     } 
169                                 } catch (NumberFormatException e){ 
170                                     if(table.getValueAt(row,col) == "") 
171                                         errorValue = "Der var ingen værdi 
indtastet"; 
172                                     else 
Pries-Heje & Olsen 
 
 
S i d e  253 | 471 
 
 
173                                         errorValue = 
table.getValueAt(row,col); 
174                                     errorScore = "Måling 3"; 
175                                     error = 2; 
176                                     break outerloop; 
177                                 } catch (NullPointerException e){ 
178                                     errorValue = "Der var ingen værdi 
indtastet"; 
179                                     errorScore = "Måling 3"; 
180                                     error = 3; 
181                                     break outerloop; 
182                                 } 
183                             else { 
184                                 errorScore = "Måling 2"; 
185                                 errorValue = s2; 
186                                 error = 1; 
187                                 break outerloop; 
188                             }                                    
189                         } catch (NumberFormatException e){ 
190                             if(table.getValueAt(row,col) == "") 
191                                 errorValue = "Der var ingen værdi 
indtastet"; 
192                             else 
193                                 errorValue = table.getValueAt(row,col); 
194                             errorScore = "Måling 2"; 
195                             error = 2; 
196                             break outerloop; 
197                         } catch (NullPointerException e){ 
198                             errorValue = "Der var ingen værdi indtastet"; 
199                             errorScore = "Måling 2"; 
200                             error = 3; 
201                             break outerloop; 
202                         } 
203                     else { 
204                         errorScore = "Måling 1"; 
205                         errorValue = s1; 
206                         error = 1; 
207                         break outerloop; 
208                     }                    
209                 } catch (NumberFormatException e){ 
210                     if(table.getValueAt(row,col) == "") 
211                         errorValue = "Der var ingen værdi indtastet"; 
212                     else 
213                         errorValue = table.getValueAt(row,col); 
214                     errorScore = "Måling 1"; 
215                     error = 2; 
216                     break outerloop; 
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217                 } catch (NullPointerException e){ 
218                     errorValue = "Der var ingen værdi indtastet"; 
219                     errorScore = "Måling 1"; 
220                     error = 3; 
221                     break outerloop; 
222                 } 
223             } 
224              
225         } 
226         if(error == 1 || error == 2 || error == 3) 
227             JOptionPane.showMessageDialog(table, "Værdierne for nogle af 
dine målinger indeholder ikke tilladte værdier. " 
228                     + "\n Proces: " + idprocess + " for "  
229                     + errorScore + " Hvor værdien: " + errorValue); 
230         else if(error == 4 || error == 5) 
231             JOptionPane.showMessageDialog(table, "Værdien for id er ikke 
valid - værdien var: " + errorValue); 
232         else  
233             if(!DEBUG) 
234                 dataHandling.newCompanyEntry(companyenrty); 
235         // int ce =0, idprocess=0; 
236         // float s1=0, s2=0, s3=0; 
237  
238         // for (int i = 0; i < table.getColumnCount(); i++) { 
239         // 
240         // if (i == 0) { 
241         // System.out.println(table.getValueAt(0, i)); 
242         // ce = Integer.parseInt((String) table.getValueAt(0, 0)); 
243         // companyenrty.add(new CompanyEntry(ce)); 
244         // } else { 
245         // idprocess = (int) Math.round((i + 1.2) / 3); 
246         // System.out.println(idprocess); 
247         // if(i%3 == 1){ 
248         // s1 = Float.parseFloat((String) table.getValueAt(0, i)); 
249         // System.out.println(s1); 
250         // } 
251         // else if (i%3 == 2){ 
252         // s2 = Float.parseFloat((String) table.getValueAt(0, i)); 
253         // System.out.println(s2); 
254         // } 
255         // else if (i%3 == 0 && i!=0){ 
256         // s3 = Float.parseFloat((String) table.getValueAt(0, i)); 
257         // System.out.println(s3); 
258         // companyenrty.get(0).add(new Item(idprocess,s1,s2,s3)); 
259         // System.out.println("Item process " + idprocess + " score 1: " 
260         // + s1 + " score 2: " + s2 + " score 3: " + s3); 
261         // } 
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262         // 
263  
264     } 
265      
266     private boolean isValid(float value){ 
267         if(value >= 1 && value <= 4 && value % 0.25 == 0) 
268             return true; 
269         return false; 
270     } 
271      
272     public boolean isDEBUG() { 
273         return DEBUG; 
274     } 
275  
276     public void setDEBUG(boolean dEBUG) { 
277         DEBUG = dEBUG; 
278     } 
279      
280     public JTable getTable() { 
281         return table; 
282     } 
283  
284     public void setTable(JTable table) { 
285         this.table = table; 
286     } 
287  
288     public DefaultTableModel getDm() { 
289         return dm; 
290     } 
291  
292     public void setDm(DefaultTableModel dm) { 
293         this.dm = dm; 
294     } 
295  
296     public Object[] getObj() { 
297         return obj; 
298     } 
299  
300     public void setObj(Object[] obj) { 
301         this.obj = obj; 
302     } 
303  
304     public int getError() { 
305         return error; 
306     } 
307  
308     public void setError(int error) { 
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309         this.error = error; 
310     } 
311  
312 } 
J.6 - ProcessMeasurementsController.class 
01 package datahandlingsystem; 
02  
03 import java.sql.SQLException; 
04 import java.sql.Statement; 
05 import java.util.ArrayList; 
06  
07 import datahandlers.DBConnectable; 
08 import datastructure.CompanyEntry; 
09 import datastructure.Item; 
10  
11 public class ProcessMeasurementsController extends DBConnectable { 
12  
13  private boolean DEBUG = false; 
14  
15  public ProcessMeasurementsController () { 
16      setConnection("Derby"); 
17  } 
18  public void newCompanyEntry(ArrayList<CompanyEntry> c) { 
19      int idBus = c.get(0).getId(); 
20      Statement stmt2; 
21      try { 
22  
23          stmt2 = connDerby.createStatement(); 
24  
25          for (Item item : c.get(0)) { 
26              item.getIdprocess(); 
27              item.getS1(); 
28              item.getS2(); 
29              item.getS3(); 
30  
31              sql = "INSERT INTO whiteboxAppx2.score ( 
\"idBus\",\"idProcess\", \"score1\", \"score2\", \"score3\") VALUES" 
32                      + "(" 
33                      + idBus 
34                      + ", " 
35                      + item.getIdprocess() 
36                      + ", " 
37                      + item.getS1() 
38                      + ", " 
39                      + item.getS2() 
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40                      + ", " 
41                      + item.getS3() + " )"; 
42  
43              stmt2.executeUpdate(sql); 
44          } 
45      } catch (SQLException e) { 
46          // TODO Auto-generated catch block 
47          e.printStackTrace(); 
48      } 
49  
50  } 
51  
52  public boolean isDEBUG() { 
53      return DEBUG; 
54  } 
55  
56  public void setDEBUG(boolean dEBUG) { 
57      DEBUG = dEBUG; 
58  } 
59 } 
J.7 - Database.class 
001 package datahandlers; 
002 import java.sql.*; 
003  
004 /** 
005  * This class sets up the possible connections to different databases.  
006  *  
007  * @author      Anders Olsen & Rasmus Pries-Heje 
008  * @version     v.1-0, 21/03/2015 
009  * @see         Class 
010  */ 
011 public class Database { 
012      
013     /** 
014      * This boolean variable is used for internal testing.  
015      *  
016      * @see         Boolean 
017      */ 
018     private boolean DEBUG = false; 
019      
020     /** 
021      * This variable is used for handling the connection that is made to 
022      * a database. This varibale is initialized as null.   
023      *  
024      * @see         Connection 
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025      */ 
026     private static Connection conn = null; 
027      
028     /** 
029      * This method creates a connection to a MySQL server using Testing 
user.  
030      * The method uses the com.mysql.jdbc.Driver and connects to the 
localhost 
031      * with the database whitebox.  
032      *  
033      * @return      Connection to MySQL server 
034      * @see         Connection 
035      */ 
036     public Connection connMySQLTesting(){ 
037         try { 
038             Class.forName("com.mysql.jdbc.Driver").newInstance(); 
039             String url = "jdbc:mysql://localhost/whitebox"; 
040  
041             String userName = "testing"; 
042             String password = "1234"; 
043             if(isDEBUG()) 
044                 System.out.println("Connection to MySQL was attempted"); 
045             conn = DriverManager.getConnection(url, userName, password); 
046             if(isDEBUG()){ 
047                 System.out.println("Connection attempt to MySQL server 
was succesful"); 
048             } 
049         } catch (Exception e) { 
050             // TODO Auto-generated catch block 
051             e.printStackTrace(); 
052             if(isDEBUG()){ 
053                 System.out.println("Attempt on MySQL connection failed"); 
054                 System.out.println(e.getMessage()); 
055                 System.out.println(e.getCause()); 
056             } 
057         } 
058         return conn; 
059     } 
060      
061     /** 
062      * This method creates a connection to the embedded Derby server 
using Testing user.  
063      * The method uses the org.apache.derby.jdbc.EmbeddedDriver and 
connects to the  
064      * embedded Derby server and creates the WhiteboxDB database if it 
hasn't been created before. 
065      *  
Pries-Heje & Olsen 
 
 
S i d e  259 | 471 
 
 
066      * @return      Connection to Embedded Derby server 
067      * @see         Connection 
068      */ 
069     public Connection connDerbyTesting(){ 
070         try { 
071             
Class.forName("org.apache.derby.jdbc.EmbeddedDriver").newInstance(); 
072             String url = "jdbc:derby:whiteboxDB;create=true"; 
073             if(isDEBUG()) 
074                 System.out.println("Connection to Derby was attempted"); 
075             conn = DriverManager.getConnection(url); 
076             if(isDEBUG()){ 
077                 System.out.println("Connection attempt to Derby server 
was succesful"); 
078             } 
079         } catch (Exception e) { 
080             // TODO Auto-generated catch block 
081             e.printStackTrace(); 
082             if(isDEBUG()){ 
083                 System.out.println("Attempt on Derby connection failed"); 
084                 System.out.println(e.getMessage()); 
085                 System.out.println(e.getCause()); 
086             } 
087         } 
088         return conn; 
089     } 
090          
091     private static int hex(char c) { 
092           if ( c < 'A' ) return (int)c - (int)'0'; 
093           else return 10 + (int)c - (int)'A'; 
094        } 
095      
096     private static String hex2(char c1, char c2) { 
097     int v = hex(c1)*16; 
098     if ( v >= 128 ) v = v - 256; 
099     v += hex(c2); 
100     byte[] b = { (byte)v }; 
101     return new String(b); 
102  } 
103      
104     public static String convert(String s) { 
105     String st = ""; 
106  
107     for (int i=0; i<s.length(); i++) { 
108        if ( s.charAt(i) == '+' ) st += ' '; 
109        else if ( s.charAt(i) == '%' ) { 
110           st += hex2(s.charAt(i+1),s.charAt(i+2)); 
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111           i += 2; 
112        } else 
113           st += s.charAt(i); 
114     } 
115     return st; 
116  } 
117  
118     public boolean isDEBUG() { 
119         return this.DEBUG; 
120     } 
121  
122     public void setDEBUG(boolean dEBUG) { 
123         this.DEBUG = dEBUG; 
124     } 
125 } 
J.8 - DBConnectable.class 
01 package datahandlers; 
02  
03 import java.sql.Connection; 
04 /** 
05  * This class handles connections to databases.  
06  *  
07  * @author       Anders Olsen & Rasmus Pries-Heje 
08  * @version  v.1-0, 21/03/2015 
09  * @see         Class 
10  */ 
11 public class DBConnectable { 
12  
13  protected static Database dataHandler = new Database(); 
14  protected Connection connMySQL, connDerby; 
15  protected boolean connection = false; 
16  protected static String sql; 
17   
18  /** 
19   * This method set the connection by evaluating the condition. If the 
condition 
20   * is mysql then connMySQL will be the connection to the MySQL server. If 
the 
21   * condition is derby then connDerby will be the connection to the 
Embedded 
22   * Derby server. If a connection to a database has been made the boolean 
varibale 
23   * connection willbe set to true, if no connection has been made it will 
be set to false. 
24   *  
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25   * @param       condition 
26   * @see         Connection 
27   */ 
28  public void setConnection(String condition){ 
29      switch (condition.toLowerCase()) { 
30      case "mysql": 
31          this.connMySQL = dataHandler.connMySQLTesting(); 
32          if(this.connMySQL != null) 
33              setConnection(true); 
34          break; 
35      case "derby": 
36          this.connDerby = dataHandler.connDerbyTesting(); 
37          if(this.connDerby != null) 
38              setConnection(true); 
39          break; 
40      default: 
41          System.out.println("no connection was chosen"); 
42          setConnection(false); 
43          break; 
44      } 
45  } 
46   
47  /** 
48   * This method is used for checking if a connection has been made.  
49   *  
50   * @see         Connection 
51   */ 
52  protected boolean isConnected() { 
53      if(!connection) 
54          System.out.println("There is no connection"); 
55      return connection; 
56  } 
57  
58  /** 
59   * This method sets the connection boolean. 
60   *  
61   * @param       connection true/false 
62   * @see         Boolean 
63   */ 
64  protected void setConnection(boolean connection) { 
65      this.connection = connection; 
66  } 
67  
68  
69 } 
J.9 - Category.class 
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01 package datastructure; 
02  
03 import java.util.ArrayList; 
04 /** 
05  * This class used for storing data about categories and extends  
06  * as an ArrayList of Variable type.  
07  *  
08  * @author       Anders Olsen & Rasmus Pries-Heje 
09  * @version  v.1-0, 21/03/2015 
10  * @see         Class 
11  */ 
12 public class Category extends ArrayList<Variable> { 
13  
14  /** 
15   * This the name of the category.  
16   *  
17   * @see         String 
18   */ 
19  public String name; 
20   
21  /** 
22   * This the id of the category.  
23   *  
24   * @see         Integer 
25   */ 
26  public int id; 
27  
28  public Category(String name, int id) { 
29      this.name = name; 
30      this.id = id; 
31       
32  } 
33  
34  /** 
35   * This method is used for adding a variable to the category.   
36   *  
37   * @param       name of the variable (String) 
38   * @param       id of the variable (Integer) 
39   * @see         String 
40   * @see         Integer 
41   */ 
42  public void addVariable(String name, int id) { 
43      add(new Variable(name, id)); 
44  } 
45  
46  /** 
47   * This method returns a String containing a category and its variables.   
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48   *  
49   * @return      String of the category and its variables 
50   * @see         String 
51   */ 
52  public String toString() { 
53      String content = "Category: " + this.name + ", ID: " + this.id + 
"\n"; 
54      for (Variable variable : this) { 
55          content += variable.toString() + "\n"; 
56      } 
57      return content; 
58  } 
59  
60  @Override 
61  public int hashCode() { 
62      return toString().hashCode(); 
63  } 
64  
65  // public int compareTo(Category other) { 
66  // return toString().compareTo(other.toString()); 
67  // } 
68  
69  // public boolean equals(Object o) { 
70  // // if(!(o instanceof Category)) return false; 
71  // // Category other = (Category) o; 
72  // // return (this.name == other.name && this.id == other.id); 
73  // return this.toString().equals(o.toString()); 
74  // } 
75  
76 } 
J.10 - Variable.class 
01 package datastructure; 
02  
03  
04 /** 
05  * This class used for storing data about a variable.  
06  *  
07  * @author       Anders Olsen & Rasmus Pries-Heje 
08  * @version  v.1-0, 21/03/2015 
09  * @see         Class 
10  */ 
11 public class Variable { 
12  
13  /** 
14   * This the name of the variable.  
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15   *  
16   * @see         String 
17   */ 
18  public String name; 
19   
20  /** 
21   * This the id of the variable.  
22   *  
23   * @see         Integer 
24   */ 
25  public int id; 
26  
27  /** 
28   * This is the constructor of the Variable class. It sets the name 
29   * and id of the given variable.   
30   *  
31   * @param       name of the variable (String) 
32   * @param       id of the variable (Integer) 
33   * @see         String 
34   * @see         Integer 
35   */ 
36  public Variable(String name, int id) { 
37      this.name = name; 
38      this.id = id; 
39  } 
40  
41  /** 
42   * This method returns a String containing the variable name and id.   
43   *  
44   * @return      String (Variable: name, ID: id) 
45   * @see         String 
46   */ 
47  public String toString() { 
48      return "Variable: " + this.name + ", ID: " + this.id; 
49  } 
50 } 
J.11 - CompanyEntry.class 
01 package datastructure; 
02  
03 import java.util.ArrayList; 
04  
05 public class CompanyEntry extends ArrayList<Item> { 
06  
07  private int year, id; 
08  private String quarter; 
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09  
10  public int getYear() { 
11      return year; 
12  } 
13  
14  
15  public void setYear(int year) { 
16      this.year = year; 
17  } 
18  
19  
20  public String getQuarter() { 
21      return quarter; 
22  } 
23  
24  
25  public void setQuarter(String quarter) { 
26      this.quarter = quarter; 
27  } 
28  
29  
30  public CompanyEntry(int id) { 
31      this.setId(id); 
32  } 
33   
34   
35  public CompanyEntry(int id, int year, String q) { 
36      this.setId(id); 
37      this.year = year; 
38      this.quarter = q; 
39  } 
40  
41  public Object[] getAsArray() { 
42      // HARDCODED AT THE MOMENT 
43      Object[] items = new Object[4]; 
44      int index = 0; 
45      for (Item item : this) 
46          items[index] = item; 
47      return items; 
48  } 
49  
50  public int getId() { 
51      return id; 
52  } 
53  
54  public void setId(int id) { 
55      this.id = id; 
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56  } 
57  
58  public void addItems(Object object, int id) { 
59      add(new Item(object, id)); 
60  } 
61  
62  public String toString() { 
63      return String.valueOf(this.id); 
64  } 
65  
66  @Override 
67  public int hashCode() { 
68      return toString().hashCode(); 
69  } 
70  
71 } 
J.12 - Item.class 
01 package datastructure; 
02 public class Item { 
03  
04  private Object name; 
05  private int id, idprocess; 
06  private double s1, s2, s3; 
07  
08  /** 
09   * This is the constructor of the Item class. It sets the name 
10   * and id of the given variable for variable input and category input. 
11   *  
12   * @param       name of the variable (String) 
13   * @param       id of the variable (Integer) 
14   * @see         String 
15   * @see         Integer 
16   */ 
17  public Item(Object name, int id) { 
18      this.setName(name); 
19      this.setId(id); 
20  } 
21  /** 
22   * This is the constructor of the Item class. It sets the id of process 
and score. 
23   * @param       idprocess of the process (Integer) 
24   * @param       s1 of the scoring 1 (Integer) 
25   * @param       s2 of the scoring 2 (Integer) 
26   * @param       s3 of the scoring 3 (Integer) 
27   * @see         Integer 
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28   * @see         Double 
29   */ 
30  public Item( int idprocess, double s1, double s2,double s3) { 
31      this.setIdprocess(idprocess); 
32      this.setS1(s1); 
33      this.setS2(s2); 
34      this.setS3(s3); 
35  } 
36  public String toString() { 
37      return (String) name; 
38  } 
39  
40  public int getId() { 
41      return id; 
42  } 
43  
44  public void setId(int id) { 
45      this.id = id; 
46  } 
47  
48  public String getName() { 
49      return (String) name; 
50  } 
51  
52  public void setName(Object name2) { 
53      this.name = name2; 
54  } 
55  public double getS1() { 
56      return s1; 
57  } 
58  public void setS1(double s1) { 
59      this.s1 = s1; 
60  } 
61  public double getS2() { 
62      return s2; 
63  } 
64  public void setS2(double s2) { 
65      this.s2 = s2; 
66  } 
67  public double getS3() { 
68      return s3; 
69  } 
70  public void setS3(double s3) { 
71      this.s3 = s3; 
72  } 
73  public int getIdprocess() { 
74      return idprocess; 
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75  } 
76  public void setIdprocess(int idprocess) { 
77      this.idprocess = idprocess; 
78  } 
79 } 
J.13 - TableGrid.class 
001 package guiutilities; 
002 import java.awt.Dimension; 
003 import java.awt.GridLayout; 
004  
005 import javax.swing.JPanel; 
006 import javax.swing.JScrollPane; 
007 import javax.swing.JTable; 
008 import javax.swing.table.AbstractTableModel; 
009  
010 import datastructure.Item; 
011   
012 /** 
013  * TableDemo is just like SimpleTableDemo, except that it 
014  * uses a custom TableModel. 
015  */ 
016 public class TableGrid extends JPanel { 
017     private boolean DEBUG = false; 
018     private int columns, rows; 
019  
020     public MyTableModel model;  
021     public JTable table;  
022      
023     public TableGrid(int col, int row) { 
024         super(new GridLayout(1,0)); 
025         JScrollPane scrollPane = initialize(col, row); 
026         //Add the scroll pane to this panel. 
027         add(scrollPane); 
028     } 
029  
030     public TableGrid(int col, int row, Dimension size) { 
031         super(new GridLayout(1,0)); 
032         JScrollPane scrollPane = initialize(col, row, size); 
033         //Add the scroll pane to this panel. 
034         add(scrollPane); 
035     } 
036          
037     public MyTableModel getModel(){ 
038         return this.model; 
039     } 
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040      
041     public void setModel(MyTableModel model){ 
042         this.model = model; 
043     } 
044      
045     private void setObejctRow(int rowLength){ 
046         Object[][] previousData = new Object[rowLength][columns]; 
047         int index = 0; 
048         for(Object[] val1 : model.getData()){ 
049             if(this.rows > rowLength && index == model.getData().length - 
2) 
050                 break; 
051             previousData[index] = val1; 
052             index++; 
053         } 
054         model.setData(previousData); 
055         if(this.rows > rowLength && index == model.getData().length - 1) 
056             model.fireTableRowsDeleted(rowLength, this.rows); 
057         else 
058             model.fireTableRowsInserted(this.rows, rowLength); 
059     } 
060      
061     public void addRow(){ 
062         setObejctRow(this.rows + 1); 
063         this.rows++; 
064     } 
065      
066     public void removeRow(){ 
067         setObejctRow(this.rows - 1); 
068         this.rows--; 
069     } 
070  
071     private JScrollPane initialize(int col, int row, Dimension size){ 
072         this.columns = col; 
073         this.rows = row; 
074         model = new MyTableModel(); 
075         table = new JTable(model){ 
076             public boolean getScrollableTracksViewportWidth() 
077             { 
078                 return getPreferredSize().width < getParent().getWidth(); 
079             } 
080         }; 
081         for (int i = 0; i < col; i++) { 
082             if (i == 0) { 
083                 
table.getColumnModel().getColumn(i).setPreferredWidth(200); 
084             } else { 
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085                 
table.getColumnModel().getColumn(i).setPreferredWidth(50); 
086             } 
087         } 
088          
089         table.setPreferredScrollableViewportSize(size); 
090         table.setFillsViewportHeight(true); 
091         table.setAutoResizeMode(JTable.AUTO_RESIZE_OFF); 
092          
093         //Create the scroll pane and add the table to it. 
094         JScrollPane scrollPane = new JScrollPane(this.table); 
095         return scrollPane; 
096     } 
097      
098     @SuppressWarnings("serial") 
099     private JScrollPane initialize(int col, int row) { 
100         this.columns = col; 
101         this.rows = row; 
102         model = new MyTableModel(); 
103         table = new JTable(model){ 
104             public boolean getScrollableTracksViewportWidth() 
105             { 
106                 return getPreferredSize().width < getParent().getWidth(); 
107             } 
108         }; 
109         for (int i = 0; i < col; i++) { 
110             if (i == 0) { 
111                 
this.table.getColumnModel().getColumn(i).setPreferredWidth(200); 
112             } else { 
113                 
this.table.getColumnModel().getColumn(i).setPreferredWidth(50); 
114             } 
115         } 
116          
117         table.setFillsViewportHeight(true); 
118         table.setAutoResizeMode(JTable.AUTO_RESIZE_OFF); 
119         //Create the scroll pane and add the table to it. 
120         JScrollPane scrollPane = new JScrollPane(table); 
121         return scrollPane; 
122     } 
123  
124     public int getColumns() { 
125         return columns; 
126     } 
127  
128     public void setColumns(int col) { 
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129         this.columns = col; 
130     } 
131  
132     public int getRows() { 
133         return rows; 
134     } 
135  
136     public void setRows(int row) { 
137         this.rows = row; 
138     } 
139  
140     public boolean isDEBUG() { 
141         return DEBUG; 
142     } 
143  
144     public void setDEBUG(boolean dEBUG) { 
145         DEBUG = dEBUG; 
146     } 
147  
148   
149     public class MyTableModel extends AbstractTableModel { 
150          
151          
152         private String[] columnNames = new String[columns]; 
153          
154         private Object[][] data = new Object[rows][columns]; 
155          
156         public MyTableModel() { 
157             for(int i = 0; i < columns; i++){ 
158                 columnNames[i] = " "; 
159                 for(int j = 0; j < rows; j++) 
160                     getData()[j][i] = ""; 
161             } 
162 //          setSize(200, 50); 
163         } 
164          
165         public int getColumnCount() { 
166             return columnNames.length; 
167         } 
168   
169         public int getRowCount() { 
170             return getData().length; 
171         } 
172   
173         public String getColumnName(int col) { 
174             return columnNames[col]; 
175         } 
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176   
177         public Object getValueAt(int row, int col) { 
178             return getData()[row][col]; 
179         } 
180          
181         public Item getValueItemAt(int row, int col) { 
182             return (Item) getData()[row][col]; 
183         } 
184   
185         /* 
186          * JTable uses this method to determine the default renderer/ 
187          * editor for each cell.  If we didn't implement this method, 
188          * then the last column would contain text ("true"/"false"), 
189          * rather than a check box. 
190          */ 
191         public Class<? extends Object> getColumnClass(int c) { 
192             return getValueAt(0, c).getClass(); 
193  
194         } 
195   
196         /* 
197          * Don't need to implement this method unless your table's 
198          * editable. 
199          */ 
200         public boolean isCellEditable(int row, int col) { 
201             //Note that the data/cell address is constant, 
202             //no matter where the cell appears onscreen. 
203             if (col < 0) { 
204                 return false; 
205             } else { 
206                 return true; 
207             } 
208         } 
209           
210         public void setColumnAt(String value, int col) { 
211             if (DEBUG) { 
212                 System.out.println("Setting value at " + col 
213                                    + " to " + value 
214                                    + " (an instance of " 
215                                    + value.getClass() + ")"); 
216             } 
217   
218             columnNames[col] = value; 
219             fireTableStructureChanged(); 
220   
221             if (DEBUG) { 
222                 System.out.println("New value of column:"); 
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223                 printDebugData(); 
224             } 
225         } 
226          
227         /* 
228          * Don't need to implement this method unless your table's 
229          * data can change. 
230          */ 
231         public void setValueAt(Object value, int row, int col) { 
232             if (DEBUG) { 
233                 System.out.println("Setting value at " + row + "," + col 
234                                    + " to " + value 
235                                    + " (an instance of " 
236                                    + value.getClass() + ")"); 
237             } 
238   
239             getData()[row][col] = value; 
240             fireTableCellUpdated(row, col); 
241   
242             if (DEBUG) { 
243                 System.out.println("New value of data:"); 
244                 printDebugData(); 
245             } 
246         } 
247   
248         private void printDebugData() { 
249             int numRows = getRowCount(); 
250             int numCols = getColumnCount(); 
251   
252             for (int i=0; i < numRows; i++) { 
253                 System.out.print("    row " + i + ":"); 
254                 for (int j=0; j < numCols; j++) { 
255                     System.out.print("  " + getData()[i][j]); 
256                 } 
257                 System.out.println(); 
258             } 
259             System.out.println("--------------------------"); 
260         } 
261  
262         public Object[][] getData() { 
263             return data; 
264         } 
265  
266         public void setData(Object[][] data) { 
267             this.data = data; 
268         } 
269     } 
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270  
271 } 
 
Bilag K - Hjemmeside kode sprint 2 
Link til denne hjemmeside kan findes på denne hjemmeside - 
http://www.edbjan.dk/whitebox/htmlnu.html 
Reference Kode Side 
K.1 showResults.html 274 
K.2 
Tabel2.js 281 
K.3 showresults.css 282 
K.1 - showResults.html 
001 <!DOCTYPE>   
002 <html lang="da"  ng-app="Tabeller"> 
003 <head> 
004  <script src= "angular.min.js"></script> 
005 <script src= "Tabel2.js"></script> 
006 <meta http-equiv="Content-Type" content="text/html; charset=utf-8" /> 
007 <link rel="stylesheet" type="text/css" href="showresults.css"> 
008 <title>Vis Resultater</title> 
009 </head> 
010 <body ng-controller="tabel"> 
011 <div class="buttonrow"> 
012 <button type="button" ng-click="niveau5=! niveau5">hide 5</button> 
013 <button type="button" ng-click="niveau4=! niveau4">hide 4</button> 
014 <button type="button" ng-click="niveau3=! niveau3">hide 3</button> 
015 <button type="button" ng-click="niveau2=! niveau2">hide 2</button> 
016 </div> 
017 <div align="center" class="row1"> 
018 <h2>Projekt - Styring</h2> 
019  
020 <div ng-hide="niveau4"> 
021 <h3>4.QPM</h3> 
022 <table> 
023 <tr> 
024 <th>Måling_1</th> 
025 <th>Måling_2</th> 
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026 <th>Måling_3</th> 
027 </tr> 
028 <tr> 
029 <td style="background-color:#F00;">1</td> 
030 <td style="background-color:#FCB42E">2</td> 
031 <td style="background-color:#FF0">3</td> 
032 <!--<td style="background-color:#008000">4</td>--> 
033 </tr> 
034 </table> 
035 </div> 
036 <div ng-hide="niveau3"> 
037 <h3>3.IPM</h3> 
038 <table> 
039 <tr> 
040 <th>Måling_1</th> 
041 <th>Måling_2</th> 
042 <th>Måling_3</th> 
043 </tr> 
044 <tr> 
045 <td style="background-color:#F00;">1</td> 
046 <td style="background-color:#FCB42E">2</td> 
047 <td style="background-color:#008000">4</td> 
048 </tr> 
049 </table> 
050  
051 <h3>3.RISK</h3> 
052 <table> 
053 <tr> 
054 <th>Måling_1</th> 
055 <th>Måling_2</th> 
056 <th>Måling_3</th> 
057 </tr> 
058 <tr> 
059 <td style="background-color:#F00;">1</td> 
060 <td style="background-color:#FCB42E">2</td> 
061 <td style="background-color:#008000">4</td> 
062 </tr> 
063 </table> 
064 </div> 
065 <div ng-hide="niveau2"> 
066 <h3>2.PP</h3> 
067 <table> 
068 <tr> 
069 <th>Måling_1</th> 
070 <th>Måling_2</th> 
071 <th>Måling_3</th> 
072 </tr> 
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073 <tr> 
074 <td style="background-color:#F00;">1</td> 
075 <td style="background-color:#FCB42E">2</td> 
076 <td style="background-color:#008000">4</td> 
077 </tr> 
078 </table> 
079 <h3>2.PJMC</h3> 
080 <table> 
081 <tr> 
082 <th>Måling_1</th> 
083 <th>Måling_2</th> 
084 <th>Måling_3</th> 
085 </tr> 
086 <tr> 
087 <td style="background-color:#F00;">1</td> 
088 <td style="background-color:#FCB42E">2</td> 
089 <td style="background-color:#008000">4</td> 
090 </tr> 
091 </table> 
092 <h3>2.SAM</h3> 
093 <table> 
094 <tr> 
095 <th>Måling_1</th> 
096 <th>Måling_2</th> 
097 <th>Måling_3</th> 
098 </tr> 
099 <tr> 
100 <td style="background-color:#F00;">1</td> 
101 <td style="background-color:#FCB42E">2</td> 
102 <td style="background-color:#008000">4</td> 
103 </tr> 
104 </table> 
105 </div> 
106 </div> 
107 <div align="center" class="row1"> 
108 <h2>Udvikling</h2> 
109  
110 <div ng-hide="niveau3"> 
111 <h3>3.RD</h3> 
112 <table> 
113 <tr> 
114 <th>Måling_1</th> 
115 <th>Måling_2</th> 
116 <th>Måling_3</th> 
117 </tr> 
118 <tr> 
119 <td style="background-color:#F00;">1</td> 
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120 <td style="background-color:#FCB42E">2</td> 
121 <td style="background-color:#FF0">3</td> 
122 <!--<td style="background-color:#008000">4</td>--> 
123 </tr> 
124 </table> 
125 <h3>3.TS</h3> 
126 <table> 
127 <tr> 
128 <th>Måling_1</th> 
129 <th>Måling_2</th> 
130 <th>Måling_3</th> 
131 </tr> 
132 <tr> 
133 <td style="background-color:#F00;">1</td> 
134 <td style="background-color:#FCB42E">2</td> 
135 <td style="background-color:#008000">4</td> 
136 </tr> 
137 </table> 
138  
139 <h3>3.PI</h3> 
140 <table> 
141 <tr> 
142 <th>Måling_1</th> 
143 <th>Måling_2</th> 
144 <th>Måling_3</th> 
145 </tr> 
146 <tr> 
147 <td style="background-color:#F00;">1</td> 
148 <td style="background-color:#FCB42E">2</td> 
149 <td style="background-color:#008000">4</td> 
150 </tr> 
151 </table> 
152  
153 <h3>3.VER</h3> 
154 <table> 
155 <tr> 
156 <th>Måling_1</th> 
157 <th>Måling_2</th> 
158 <th>Måling_3</th> 
159 </tr> 
160 <tr> 
161 <td style="background-color:#F00;">1</td> 
162 <td style="background-color:#FCB42E">2</td> 
163 <td style="background-color:#008000">4</td> 
164 </tr> 
165 </table> 
166 <h3>3.VAL</h3> 
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167 <table> 
168 <tr> 
169 <th>Måling_1</th> 
170 <th>Måling_2</th> 
171 <th>Måling_3</th> 
172 </tr> 
173 <tr> 
174 <td style="background-color:#F00;">1</td> 
175 <td style="background-color:#FCB42E">2</td> 
176 <td style="background-color:#008000">4</td> 
177 </tr> 
178 </table> 
179 </div> 
180 <div ng-hide="niveau2"> 
181 <h3>2.REQM</h3> 
182 <table> 
183 <tr> 
184 <th>Måling_1</th> 
185 <th>Måling_2</th> 
186 <th>Måling_3</th> 
187 </tr> 
188 <tr> 
189 <td style="background-color:#F00;">1</td> 
190 <td style="background-color:#FCB42E">2</td> 
191 <td style="background-color:#008000">4</td> 
192 </tr> 
193 </table> 
194 </div> 
195 </div> 
196 <div align="center" class="row1"> 
197 <h2>Støtte</h2> 
198  
199 <div ng-hide="niveau5"> 
200 <h3>5.CAR</h3> 
201 <table> 
202 <tr> 
203 <th>Måling_1</th> 
204 <th>Måling_2</th> 
205 <th>Måling_3</th> 
206 </tr> 
207 <tr> 
208 <td style="background-color:#F00;">1</td> 
209 <td style="background-color:#FCB42E">2</td> 
210 <td style="background-color:#FF0">3</td> 
211 <!--<td style="background-color:#008000">4</td>--> 
212 </tr> 
213 </table> 
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214 </div> 
215 <div ng-hide="niveau3"> 
216 <h3>3.DAR</h3> 
217 <table> 
218 <tr> 
219 <th>Måling_1</th> 
220 <th>Måling_2</th> 
221 <th>Måling_3</th> 
222 </tr> 
223 <tr> 
224 <td style="background-color:#F00;">1</td> 
225 <td style="background-color:#FCB42E">2</td> 
226 <td style="background-color:#008000">4</td> 
227 </tr> 
228 </table> 
229 </div> 
230 <div ng-hide="niveau2"> 
231 <h3>2.CM</h3> 
232 <table> 
233 <tr> 
234 <th>Måling_1</th> 
235 <th>Måling_2</th> 
236 <th>Måling_3</th> 
237 </tr> 
238 <tr> 
239 <td style="background-color:#F00;">1</td> 
240 <td style="background-color:#FCB42E">2</td> 
241 <td style="background-color:#008000">4</td> 
242 </tr> 
243 </table> 
244  
245 <h3>2.PPQA</h3> 
246 <table> 
247 <tr> 
248 <th>Måling_1</th> 
249 <th>Måling_2</th> 
250 <th>Måling_3</th> 
251 </tr> 
252 <tr> 
253 <td style="background-color:#F00;">1</td> 
254 <td style="background-color:#FCB42E">2</td> 
255 <td style="background-color:#008000">4</td> 
256 </tr> 
257 </table> 
258 <h3>2.M and A</h3> 
259 <table> 
260 <tr> 
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261 <th>Måling_1</th> 
262 <th>Måling_2</th> 
263 <th>Måling_3</th> 
264 </tr> 
265 <tr> 
266 <td style="background-color:#F00;">1</td> 
267 <td style="background-color:#FCB42E">2</td> 
268 <td style="background-color:#008000">4</td> 
269 </tr> 
270 </table> 
271 </div> 
272 </div> 
273 <div align="center" class="row1"> 
274 <h2>Organisation</h2> 
275  
276 <div ng-hide="niveau5"> 
277 <h3>5.OID</h3> 
278 <table> 
279 <tr> 
280 <th>Måling_1</th> 
281 <th>Måling_2</th> 
282 <th>Måling_3</th> 
283 </tr> 
284 <tr> 
285 <td style="background-color:#F00;">1</td> 
286 <td style="background-color:#FCB42E">2</td> 
287 <td style="background-color:#FF0">3</td> 
288 <!--<td style="background-color:#008000">4</td>--> 
289 </tr> 
290 </table> 
291 </div> 
292 <div ng-hide="niveau4"> 
293 <h3>4.OPP</h3> 
294 <table> 
295 <tr> 
296 <th>Måling_1</th> 
297 <th>Måling_2</th> 
298 <th>Måling_3</th> 
299 </tr> 
300 <tr> 
301 <td style="background-color:#F00;">1</td> 
302 <td style="background-color:#FCB42E">2</td> 
303 <td style="background-color:#008000">4</td> 
304 </tr> 
305 </table> 
306 </div> 
307 <div ng-hide="niveau3"> 
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308 <h3>3.OPF</h3> 
309 <table> 
310 <tr> 
311 <th>Måling_1</th> 
312 <th>Måling_2</th> 
313 <th>Måling_3</th> 
314 </tr> 
315 <tr> 
316 <td style="background-color:#F00;">1</td> 
317 <td style="background-color:#FCB42E">2</td> 
318 <td style="background-color:#008000">4</td> 
319 </tr> 
320 </table> 
321  
322 <h3>3.OPD</h3> 
323 <table> 
324 <tr> 
325 <th>Måling_1</th> 
326 <th>Måling_2</th> 
327 <th>Måling_3</th> 
328 </tr> 
329 <tr> 
330 <td style="background-color:#F00;">1</td> 
331 <td style="background-color:#FCB42E">2</td> 
332 <td style="background-color:#008000">4</td> 
333 </tr> 
334 </table> 
335 <h3>3.OT</h3> 
336 <table> 
337 <tr> 
338 <th>Måling_1</th> 
339 <th>Måling_2</th> 
340 <th>Måling_3</th> 
341 </tr> 
342 <tr> 
343 <td style="background-color:#F00;">1</td> 
344 <td style="background-color:#FCB42E">2</td> 
345 <td style="background-color:#008000">4</td> 
346 </tr> 
347 </table> 
348 </div> 
349 </div> 
350 </body> 
351 </html> 
K.2 - Tabel2.js 
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1 var Tabel = angular.module('Tabeller', []);    
2  Tabel.controller('tabel', ['$scope','$http', function($scope,$http){ 
3    }]); 
 
 
K.3 - showresults.css 
01 @charset "utf-8"; 
02 /* CSS Document */ 
03  
04 html, body, div, span, applet, object, iframe, h1, h2, h3, h4, h5, h6, p, 
blockquote, pre, a, abbr, acronym, address, big, cite, code, del, dfn, em, img, ins, 
kbd, q, s, samp, small, strike, strong, sub, sup, tt, var, b, u, i, center, dl, dt, 
dd, ol, ul, li, fieldset, form, label, legend, table, caption, tbody, tfoot, thead, tr, 
th, td, article, aside, canvas, details, embed, figure, figcaption, footer, header, 
hgroup, menu, nav, output, ruby, section, summary,time, mark, audio, video { 
05  margin: 0; 
06  padding: 0; 
07  border: 0; 
08  font-size: 100%; 
09  font: inherit; 
10  vertical-align: baseline; 
11 } 
12 body{ 
13  margin:5%; 
14 } 
15 div.row1 { 
16  min-height:80%; 
17  float:left; 
18  background-color:#D1FDB0; 
19  color: #000; 
20  margin:2%; 
21  padding: 10px; 
22  max-width:25%; 
23  border-radius:50px; 
24  
25 } 
26  
27  
28 div.row1 h2 { 
29   text-align:center; 
30   margin: 2%; 
31   font-weight: bold; 
32   color: #; 
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33    
34 } 
35 button { 
36 float:left; 
37 margin-bottom:40%; 
38 } 
39 div.buttonrow { 
40  float:left; 
41  max-width:100px; 
42  margin-top:6%; 
43 } 
44 h3 { 
45   text-align:center;  
46    margin: 2%; 
47 } 
48 div.row1 table { 
49  color: #000; 
50  background-color: #409203; 
51  opacity:0.8; 
52  margin: 2%; 
53  padding: 2px; 
54  max-width:20%; 
55  min-height: 80%; 
56  border-radius:10px; 
57 } 
58  th, td, tr { 
59   background-color:white; 
60      color:#000; 
61      max-width:8%; 
62   text-align:center; 
63  border: 1px solid black; 
64 } 
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Bilag L – Stand alone program (Sprint 2) 
Dette bilagsdokument repræsentere stand alone programmet for sprint 2. Det er muligt at finde en 
eksekverbar fil i Bilagsdokumenter\Stand Alone Program\Sprint 2\whitebox.jar. Source koden for dette 
kan se i de følgende afsnit, men også liggende i Bilagsdokumenter\Stand Alone Program\Sprint 2\Source 
Code\ 
Reference Beskrivelse Side 
L.1 MainBoundary 284 
L.2 MainController 287 
L.3 SetupFirmBoundary 291 
L.4 SetupFirmController 296 
L.5 ProcessMeasurementsBoundary 300 
L.6 ProcessMeasurementsBoundaryTest 308 
L.7 ProcessMeasurementsController 315 
L.8 ModelBoundary 317 
L.9 ModelController 319 
L.10 Model 321 
L.11 Group 323 
L.12 Process 329 
L.13 Score 333 
L.1 – MainBoundary 
001 package datahandlingsystem; 
002  
003  
004 import java.awt.Dimension; 
005 import java.awt.Toolkit; 
006 import java.awt.event.KeyEvent; 
007  
008 import javax.swing.JFrame; 
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009 import javax.swing.JTabbedPane; 
010  
011 import model.ModelBoundry; 
012  
013 /** 
014  * The MainBoundry class is the initiation of the datahandling system. 
This boundry (GUI)  
015  * utilize other boundries which is related to the datahandling system.  
016  *  
017  * @author      Anders Olsen & Rasmus Pries-Heje 
018  * @version     v.1-0, 21/03/2015 
019  * @see         Class 
020  */ 
021 public class MainBoundry extends JFrame{ 
022      
023     private boolean DEBUG = false; 
024     protected MainController dataHandling = new MainController(); 
025    
026      
027     public MainBoundry() { 
028         setDEBUG(true); 
029         Dimension screenSize = 
Toolkit.getDefaultToolkit().getScreenSize(); 
030         setBounds(0,0,screenSize.width, screenSize.height); 
031          
032 //      Dimension minimumsize = new Dimension(800, 500); 
033         setDefaultCloseOperation(JFrame.EXIT_ON_CLOSE); 
034  
035         setSize(screenSize); 
036         dataHandling.createDatabaseRelations(); 
037          
038         //Create and set up the content pane. 
039          
040 //        //Display the window. 
041  
042         JTabbedPane tabbedPane = new JTabbedPane(); 
043  
044         final SetupFirmBoundary firmContent = new 
SetupFirmBoundary(screenSize); 
045         firmContent.setDEBUG(true); 
046         firmContent.setOpaque(true); //content panes must be opaque 
047 //      setContentPane(firmContent); 
048         tabbedPane.addTab("Opret Virksomhed", firmContent); 
049         tabbedPane.setMnemonicAt(0, KeyEvent.VK_1); 
050  
051         final ProcessMeasurementsBoundry measurementsContent = new 
ProcessMeasurementsBoundry(screenSize); 
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052         measurementsContent.setDEBUG(true); 
053         measurementsContent.setOpaque(true); //content panes must be 
opaque 
054 //      setContentPane(measurementsContent); 
055         tabbedPane.addTab("Indtast Processer", measurementsContent); 
056         tabbedPane.setMnemonicAt(1, KeyEvent.VK_2); 
057  
058         final ModelBoundry newmodel = new ModelBoundry(screenSize); 
059         newmodel.setDEBUG(true); 
060         newmodel.setOpaque(true); //content panes must be opaque 
061 //      setContentPane(firmContent); 
062         tabbedPane.addTab("Model", newmodel); 
063         tabbedPane.setMnemonicAt(2, KeyEvent.VK_3); 
064          
065          
066         add(tabbedPane); 
067 //        pack(); 
068          
069         setVisible(true); 
070          
071     } 
072      
073     /** 
074      * Create the GUI and show it.  For thread safety, 
075       * this method should be invoked from the 
076       * event-dispatching thread. 
077       */ 
078     public static void main(String[] args){ 
079          
080         //Schedule a job for the event-dispatching thread: 
081         //creating and showing this application's GUI. 
082         javax.swing.SwingUtilities.invokeLater(new Runnable() { 
083             public void run() { 
084                 new MainBoundry(); 
085             } 
086         }); 
087     } 
088      
089  
090          
091     public boolean isDEBUG() { 
092         return this.DEBUG; 
093     } 
094  
095     public void setDEBUG(boolean dEBUG) { 
096         this.DEBUG = dEBUG; 
097         if(isDEBUG()){ 
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098             this.dataHandling.setDEBUG(dEBUG); 
099         } 
100     } 
101 } 
L.2 - MainController 
001 package datahandlingsystem; 
002  
003  
004 import java.sql.DatabaseMetaData; 
005 import java.sql.ResultSet; 
006 import java.sql.SQLException; 
007 import java.sql.Statement; 
008  
009 import datahandlers.DBConnectable; 
010  
011 public class MainController extends DBConnectable{ 
012      
013     private boolean DEBUG = false; 
014      
015     public MainController (){ 
016         setConnection("Derby"); 
017     } 
018      
019     public void createDatabaseRelations(){ 
020         if(isConnected()){ 
021             DatabaseMetaData dbmd; 
022             try { 
023                 dbmd = connDerby.getMetaData(); 
024                 ResultSet rs = dbmd.getTables(null, "WHITEBOXAPPX2", 
null, null); 
025                  
026                 if(!rs.next()){ 
027                     createMyRelations(); 
028                     System.out.println("Database was Created"); 
029                     insertCategoriesVariables(); 
030 //                  insertBusinessVariables(); 
031                     insertCMMIProcesses(); 
032                     insertCMMIProcesses(); 
033                 } 
034             } catch (SQLException e) { 
035                 // TODO Auto-generated catch block 
036                 e.printStackTrace(); 
037             } 
038         } 
039     } 
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040  
041     private void insertCMMIProcesses(){ 
042         if(isConnected()){ 
043             try { 
044                 Statement stmt1 = connDerby.createStatement(); 
045                 sql = "INSERT INTO whiteboxAppx2.processes 
(\"idProcess\", \"nameProcess\") VALUES" + 
046                         "(1, 'SAM')," + 
047                         "(2, 'PMC')," + 
048                         "(3, 'PP')," + 
049                         "(4, 'RISK')," + 
050                         "(5, 'IPM')," + 
051                         "(6, 'QPM')," + 
052                         "(7, 'REQM')," + 
053                         "(8, 'VAL')," + 
054                         "(9, 'VER')," + 
055                         "(10, 'DI')," + 
056                         "(11, 'TS')," + 
057                         "(12, 'RD')," + 
058                         "(13, 'M&A')," + 
059                         "(14, 'PPQA')," + 
060                         "(15, 'CM')," + 
061                         "(16, 'DAR')," + 
062                         "(17, 'CAR')," + 
063                         "(18, 'OT')," + 
064                         "(19, 'OPD')," + 
065                         "(20, 'OPF')," + 
066                         "(21, 'OPP')," + 
067                         "(22, 'OID')";   
068                 stmt1.executeUpdate(sql); 
069             } catch (Exception e) { 
070                 // TODO: handle exception 
071                 e.getStackTrace(); 
072             }    
073         } 
074     } 
075      
076     private void insertCategoriesVariables(){ 
077         if(isConnected()){ 
078             try { 
079                 Statement stmt1 = connDerby.createStatement(); 
080  
081                 sql = "INSERT INTO whiteboxAppx2.categories (\"idCat\", 
\"nameCat\") VALUES" + 
082                         "(1, 'Antal Ansatte')," + 
083                         "(2, 'Lokation')"; 
084      
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085                 stmt1.executeUpdate(sql); 
086                 Statement stmt2 = connDerby.createStatement();                       
087                 sql =   "INSERT INTO whiteboxAppx2.variables (\"idVar\", 
\"idCat\", \"nameVar\") VALUES" + 
088                         "(1, 1, '1-50')," + 
089                         "(2, 1, '51-100')," + 
090                         "(3, 1, '101-150')," + 
091                         "(4, 2, 'Nord Sjælland')," + 
092                         "(5, 2, 'Falster')," + 
093                         "(6, 2, 'Fyn')"; 
094                 stmt2.executeUpdate(sql); 
095             } catch (Exception e) { 
096                 // TODO: handle exception 
097             }    
098         } 
099     } 
100          
101     private void createMyRelations() { 
102         if(isConnected()){ 
103             Statement stmtSCHEMA; 
104             Statement stmtBusinessDataset; 
105             Statement stmtBusinesses; 
106             Statement stmtCategories; 
107             Statement stmtVariables; 
108             Statement stmtCompanyEntry; 
109             Statement stmtCMMIprocesses; 
110             try { 
111                 stmtSCHEMA = connDerby.createStatement(); 
112                 sql = "CREATE SCHEMA WHITEBOXAPPX2"; 
113                 stmtSCHEMA.executeUpdate(sql); 
114                  
115                 stmtBusinessDataset = connDerby.createStatement(); 
116                 sql = "CREATE TABLE whiteboxAppx2.businessdataset (" + 
117                           "\"idVar\" INTEGER NOT NULL," + 
118                           "\"idBus\" INTEGER NOT NULL," + 
119                           "PRIMARY KEY (\"idVar\",\"idBus\")" + 
120                         ") "; 
121                 stmtBusinessDataset.executeUpdate(sql); 
122                          
123                 stmtBusinesses = connDerby.createStatement(); 
124                 sql = "CREATE TABLE whiteboxAppx2.businesses (" + 
125                           "\"idBus\" INTEGER NOT NULL," + 
126                           "\"year\" INTEGER NOT NULL," + 
127                           "\"quarter\" VARCHAR(255) NOT NULL," + 
128                           "\"maturityLevel\" FLOAT," + 
129                           "PRIMARY KEY (\"idBus\")" + 
130                         ") "; 
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131                 stmtBusinesses.executeUpdate(sql); 
132                          
133                 stmtCategories = connDerby.createStatement(); 
134                 sql = "CREATE TABLE  whiteboxAppx2.categories (" + 
135                           "\"idCat\" INTEGER NOT NULL," + 
136                           "\"nameCat\" VARCHAR(255) NOT NULL," + 
137                           "PRIMARY KEY (\"idCat\")" + 
138                         ") "; 
139                 stmtCategories.executeUpdate(sql); 
140                          
141                 stmtVariables = connDerby.createStatement(); 
142                 sql = "CREATE TABLE whiteboxAppx2.variables (" + 
143                           "\"idVar\" INTEGER NOT NULL," + 
144                           "\"idCat\" INTEGER NOT NULL," + 
145                           "\"nameVar\" VARCHAR(255) NOT NULL," + 
146                           "PRIMARY KEY (\"idVar\",\"idCat\")" + 
147                         ") "; 
148                 stmtVariables.execute(sql); 
149                 stmtCompanyEntry = connDerby.createStatement(); 
150                 sql = "CREATE TABLE whiteboxAppx2.score (" + 
151                           "\"idProcess\" INTEGER NOT NULL," + 
152                           "\"idBus\" INTEGER NOT NULL," + 
153                           "\"score1\" FLOAT NOT NULL," + 
154                           "\"score2\" FLOAT NOT NULL," + 
155                           "\"score3\" FLOAT NOT NULL," + 
156                           "PRIMARY KEY (\"idProcess\",\"idBus\")" + 
157                         ") "; 
158                 stmtCompanyEntry.execute(sql); 
159                 stmtCMMIprocesses = connDerby.createStatement(); 
160                 sql = "CREATE TABLE whiteboxAppx2.processes (" + 
161                           "\"idProcess\" INTEGER NOT NULL," + 
162                           "\"nameProcess\" VARCHAR(255) NOT NULL," + 
163                           "PRIMARY KEY (\"idProcess\")" + 
164                         ") "; 
165                 stmtCMMIprocesses.execute(sql); 
166             } catch (SQLException e) { 
167                 // TODO Auto-generated catch block 
168                 e.printStackTrace(); 
169             } 
170         } 
171     } 
172  
173  
174     public boolean isDEBUG() { 
175         return DEBUG; 
176     } 
177  
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178     public void setDEBUG(boolean dEBUG) { 
179         this.DEBUG = dEBUG; 
180         if(isDEBUG()){ 
181             this.dataHandler.setDEBUG(dEBUG); 
182         } 
183     } 
184      
185 } 
L.3 - SetupFirmBoundary 
001 package datahandlingsystem; 
002  
003  
004 import guiutilities.TableGrid; 
005  
006 import java.awt.Dimension; 
007 import java.util.ArrayList; 
008 import java.util.Vector; 
009  
010 import javax.swing.DefaultCellEditor; 
011 import javax.swing.JButton; 
012 import javax.swing.JComboBox; 
013 import javax.swing.JOptionPane; 
014 import javax.swing.JPanel; 
015 import javax.swing.table.DefaultTableCellRenderer; 
016 import javax.swing.table.TableColumn; 
017 import javax.swing.table.TableColumnModel; 
018  
019 import datastructure.Category; 
020 import datastructure.CompanyEntry; 
021 import datastructure.Item; 
022 import datastructure.Variable; 
023  
024  
025 public class SetupFirmBoundary extends JPanel{ 
026  
027     private boolean DEBUG = false; 
028     private Dimension screenSize; 
029     public static JButton syncBtn, saveBtn, addBtn, removeBtn; 
030     private SetupFirmController dataHandling = new SetupFirmController(); 
031     public ArrayList<Category> categories; 
032     public ArrayList<String> categoriesNames; 
033     public ArrayList<CompanyEntry> entries; 
034     private int categoryColumnStart = 3; 
035     private TableGrid table; 
036     private int error = 0; 
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037     private String errorScore = ""; 
038     private Object errorValue = 0; 
039     private ArrayList<JComboBox> allComboBox = new 
ArrayList<JComboBox>(); 
040     private JPanel savedInput; 
041      
042     public SetupFirmBoundary(Dimension minimumsize){ 
043         this.screenSize = minimumsize.getSize(); 
044         this.screenSize.setSize(screenSize.getWidth() * 0.90, 
screenSize.getHeight() * 0.15); 
045         dataHandling.setConnection("derby");  
046         categories = dataHandling.selectCategoriesLocally(); 
047         entries = dataHandling.readLocally(); 
048         int maxColumns = categories.size(); 
049         table = new TableGrid(maxColumns+categoryColumnStart, 1, 
this.screenSize); 
050 //      table = new TableGrid(maxColumns+categoryColumnStart, 
entries.size() > 0 ? entries.size() : 1, minimumsize); 
051         setUpColumnNames(); 
052         if(entries.size() > 0){ 
053 //          setObjectData(maxColumns+categoryColumnStart); 
054         } 
055         setUpCategoryVariables(); 
056         setupButtons(); 
057         add(table); 
058     } 
059      
060     private void setupButtons(){ 
061         saveBtn = new JButton("Gem lokalt"); 
062  
063       saveBtn.setToolTipText("Gem på den lokale maskine"); // Adding Tool 
064       this.add(saveBtn); 
065         saveBtn.addActionListener(new java.awt.event.ActionListener() { 
066           @Override 
067           public void actionPerformed(java.awt.event.ActionEvent evt) { 
068               handleProcessScores(); 
069           } 
070       }); 
071  
072         removeBtn = new JButton("Tilføj"); 
073         removeBtn.setToolTipText("Tilføj ny række"); // Adding Tool 
074         this.add(removeBtn); 
075         removeBtn.addActionListener(new java.awt.event.ActionListener() { 
076             @Override 
077             public void actionPerformed(java.awt.event.ActionEvent evt) { 
078                 table.addRow(); 
079             } 
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080         }); 
081      
082     public void setUpColumnNames(){ 
083         table.model.setColumnAt("ID", 0); 
084         table.model.setColumnAt("År", 1); 
085         table.model.setColumnAt("Kvartal", 2); 
086         int column = categoryColumnStart; 
087         for(Category cat : categories){ 
088             table.model.setColumnAt(cat.name, column); 
089 //          categoriesNames.add(cat.name); 
090             column++; 
091         } 
092     } 
093      
094     public void setUpCategoryVariables(){ 
095         int column = categoryColumnStart; 
096         for(Category cat : categories){ 
097             setUpComboBox(table.table.getColumnModel(), cat, column); 
098             column++; 
099         } 
100     } 
101      
102     private void setUpComboBox(TableColumnModel columnModel, 
ArrayList<Variable> data, int column){ 
103         TableColumn columnComboBox = columnModel.getColumn(column); 
104         Vector<Item> comboBoxModel = new Vector<Item>(); 
105         for(Variable var : data){ 
106             comboBoxModel.addElement(new Item(var.name, var.id));    
107         } 
108         JComboBox<Item> comboBox = new JComboBox<Item>(comboBoxModel); 
109         allComboBox.add(comboBox); 
110         columnComboBox.setCellEditor(new DefaultCellEditor(comboBox)); 
111         DefaultTableCellRenderer renderer = 
112                 new DefaultTableCellRenderer(); 
113         renderer.setToolTipText("Click for combo box"); 
114         columnComboBox.setCellRenderer(renderer); 
115     } 
116  
117     public void handleProcessScores(){ 
118         ArrayList<CompanyEntry> companies = new 
ArrayList<CompanyEntry>(); 
119         String id = null, year = null, quater = null; 
120         outerloop: 
121         for(int row = 0; row < table.model.getRowCount(); row++){ 
122             System.out.println("row: " + row); 
123             try{ 
124                 id = (String) table.model.getValueAt(row,0); 
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125                 id = id.trim(); 
126                 year = (String) table.model.getValueAt(row, 1); 
127                 year = year.trim(); 
128                 quater = (String) table.model.getValueAt(row,2); 
129                 quater = quater.trim(); 
130                 if(!(Integer.parseInt(year) > 1800) || 
!(Integer.parseInt(year) < 3000)){ 
131                     errorValue = "Året skal være inden for 1800 og 2999"; 
132                     error = 2; 
133                     break outerloop; 
134                 } 
135                 if((Integer.parseInt(quater) < 1 || 
Integer.parseInt(quater) > 4)){ 
136                     errorValue = "Kvartallet skal være mellem fra 1 og 4 
"; 
137                     error = 8; 
138                     break outerloop; 
139                 } 
140                 companies.add(new CompanyEntry(Integer.parseInt((String) 
table.model.getValueAt(row, 0)), Integer.parseInt((String) 
table.model.getValueAt(row, 1)), (String) table.model.getValueAt(row, 2))); 
141             } catch (NumberFormatException e){ 
142                 if(id.toString().length() == 0 || id == null) 
143                     errorValue = "Der er ikke indtastet et gyldigt ID"; 
144                 else if(year.toString().length() == 0  || year == null) 
145                     errorValue = "Der er ikke indtastet et gyldigt År"; 
146                 else if(quater.toString().length() == 0  || quater == 
null) 
147                     errorValue = "Der er ikke indtastet et gyldigt 
Kvartal"; 
148                 error = 4; 
149                 break outerloop; 
150             } catch(NullPointerException e){ 
151                 if(table.model.getValueAt(row,2) == null) 
152                     errorValue = "Der er ikke indtastet et gyldigt 
Kvartal"; 
153                 error = 5; 
154                 break outerloop; 
155             } 
156             for(int col = 3, index = 0; col < 
table.model.getColumnCount(); col++, index++){ 
157                 try{ 
158                     companies.get(row).add(((Item) 
table.model.getValueAt(row, col)));                   
159                 } catch(ClassCastException e){ 
160                     if(table.model.getValueAt(row,col) == "") 
161                         errorValue = "Der var ingen værdi valgt"; 
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162                     else 
163                         errorValue = table.model.getValueAt(row,col); 
164                     error = 6; 
165                     System.out.println(errorValue); 
166                     break outerloop; 
167                 } catch(NullPointerException e){ 
168                     if(table.model.getValueAt(row,col) == "") 
169                         errorValue = "Der var ingen værdi valgt"; 
170                     else 
171                         errorValue = "Der var ikke valgt en værdi for: " 
+ table.model.getColumnName(col); 
172                     error = 7; 
173                     System.out.println(errorValue); 
174                     break outerloop; 
175                 }  
176             } 
177         } 
178         if(error == 4 || error == 6 || error == 2 || error == 5 || error 
== 8){ 
179             JOptionPane.showMessageDialog(table, "Error Id: " + error + 
"\n Message: " + errorValue); 
180         } else { 
181             dataHandling.newCompanyEntry(companies); 
182             if(dataHandling.isError()) { 
183                 if(dataHandling.getErrorCode().equals("23505")){ 
184                     JOptionPane.showMessageDialog(table, "Det indskrevne 
id eksistere allerede i Databasen"); 
185                 } 
186             } else { 
187                 showStoreInput(companies); 
188             } 
189             dataHandling.setError(false); 
190         } 
191         error = 0; 
192     } 
193      
194     public void showStoreInput(ArrayList<CompanyEntry> companies){ 
195         String message = ""; 
196         for(CompanyEntry entry : companies){ 
197             message += "Firm ID: " + entry.toString(); 
198             message += "\n Year: " + entry.getYear(); 
199             message += "\n Quater: " + entry.getQuarter(); 
200             for(Item item : entry){ 
201                 message += "\n Variable: " + item.toString(); 
202                 message += "\n id of Variable: " + item.getId(); 
203             } 
204         }        
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205         JOptionPane.showMessageDialog(table, message); 
206     } 
207      
208     public boolean isDEBUG() { 
209         return DEBUG; 
210     } 
211  
212     public void setDEBUG(boolean dEBUG) { 
213         DEBUG = dEBUG; 
214     } 
215  
216 } 
L.4 - SetupFirmController 
001 package datahandlingsystem; 
002  
003  
004 import java.sql.ResultSet; 
005 import java.sql.SQLException; 
006 import java.sql.Statement; 
007 import java.util.ArrayList; 
008  
009 import datahandlers.DBConnectable; 
010 import datastructure.Category; 
011 import datastructure.CompanyEntry; 
012 import datastructure.Item; 
013  
014  
015 public class SetupFirmController extends DBConnectable{ 
016  
017     private boolean DEBUG = false, error = false; 
018     private String errorCode; 
019     public boolean isError() { 
020         return error; 
021     } 
022  
023     public void setError(boolean error) { 
024         this.error = error; 
025     } 
026  
027     public String getErrorCode() { 
028         return errorCode; 
029     } 
030  
031     public void setErrorCode(String errorCode) { 
032         this.errorCode = errorCode; 
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033     } 
034  
035     public ArrayList<CompanyEntry> readLocally(){ 
036         ArrayList<CompanyEntry> arraylist = new ArrayList<>(); 
037         if(isConnected()){ 
038             try { 
039                 Statement stmt = connDerby.createStatement(); 
040                 sql = "SELECT \"idBus\", \"year\", \"quarter\" FROM 
WHITEBOXAPPX2.businesses"; 
041                 ResultSet resultFirm = stmt.executeQuery(sql); 
042                  
043                 Statement stmt1 = connDerby.createStatement(); 
044                 while(resultFirm.next()){ 
045                     int idBus = resultFirm.getInt(1); 
046                     CompanyEntry entry = new CompanyEntry(idBus); 
047                     arraylist.add(entry); 
048                     sql = "SELECT \"idBus\", \"idVar\" FROM 
WHITEBOXAPPX2.businessdataset WHERE \"idBus\"=" + idBus; 
049                     ResultSet resultEnt = stmt1.executeQuery(sql); 
050                     while(resultEnt.next()) 
051                         for(CompanyEntry ent : arraylist) 
052                             if(ent.equals(entry)){ 
053                                 Statement variables = 
connDerby.createStatement(); 
054                                 sql = "SELECT \"idCat\", \"idVar\", 
\"nameVar\" FROM WHITEBOXAPPX2.variables"; 
055                                 ResultSet resultVar = 
variables.executeQuery(sql);                       
056                                 while(resultVar.next()) 
057                                     if(resultEnt.getInt(2) == 
resultVar.getInt(2)) 
058                                         
ent.addItems(resultVar.getString(3), resultVar.getInt(2)); 
059                             } 
060                  
061                 } 
062                 if(DEBUG){ 
063                     System.out.println(arraylist.toString()); 
064                 } 
065             } catch (SQLException e) { 
066                 // TODO Auto-generated catch block 
067                 e.printStackTrace(); 
068             } 
069         } 
070 //      System.out.println(arraylist.toString()); 
071         return arraylist; 
072     } 
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073      
074     public ArrayList<Category> selectCategoriesLocally(){ 
075         ArrayList<Category> arraylist = new ArrayList<>(); 
076         if(isConnected()){ 
077             try { 
078                 Statement stmt = connDerby.createStatement(); 
079                 sql = "SELECT \"idCat\", \"nameCat\" FROM 
WHITEBOXAPPX2.categories"; 
080                 ResultSet resultCat = stmt.executeQuery(sql); 
081                  
082                 Statement stmt1 = connDerby.createStatement(); 
083                 while(resultCat.next()){ 
084                     int idCat = resultCat.getInt(1); 
085                     Category category = new 
Category(resultCat.getString(2), idCat); 
086                     arraylist.add(category); 
087                     sql = "SELECT \"idVar\", \"nameVar\" FROM 
WHITEBOXAPPX2.variables WHERE \"idCat\"=" + idCat; 
088                     ResultSet resultVar = stmt1.executeQuery(sql); 
089                     while(resultVar.next()) 
090                         for(Category cat : arraylist) 
091                             if(cat.equals(category)){ 
092                                 cat.addVariable(resultVar.getString(2), 
resultVar.getInt(1)); 
093                             } 
094                 }                
095             } catch (SQLException e) { 
096                 // TODO Auto-generated catch block 
097                 e.printStackTrace(); 
098             } 
099         } 
100         return arraylist; 
101     } 
102      
103     // MYSQL 
104     public ArrayList<Category> categoryVariables(){ 
105         ArrayList<Category> arraylist = new ArrayList<>(); 
106         if(isConnected()){ 
107             try { 
108                 Statement stmt = connMySQL.createStatement(); 
109                 sql = "SELECT idCat, nameCat FROM categories"; 
110                 ResultSet resultCat = stmt.executeQuery(sql); 
111                  
112                 Statement stmt1 = connMySQL.createStatement(); 
113                 while(resultCat.next()){ 
114                     int idCat = resultCat.getInt(1); 
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115                     Category category = new 
Category(resultCat.getString(2), idCat); 
116                     arraylist.add(category); 
117                     sql = "SELECT idVar, nameVar FROM variables WHERE 
idCat=" + idCat; 
118                     ResultSet resultVar = stmt1.executeQuery(sql); 
119                     while(resultVar.next()) 
120                         for(Category cat : arraylist) 
121                             if(cat.equals(category)){ 
122                                 cat.addVariable(resultVar.getString(2), 
resultVar.getInt(1)); 
123                             } 
124                 }                
125             } catch (SQLException e) { 
126                 // TODO Auto-generated catch block 
127                 e.printStackTrace(); 
128             } 
129         } 
130         return arraylist; 
131     } 
132      
133     public void storeLocally(){ 
134         if(isConnected()){ 
135              
136         } 
137     } 
138  
139     public void newCompanyEntry(ArrayList<CompanyEntry> companies) { 
140         for(CompanyEntry entry : companies){ 
141             int idBus = entry.getId(); 
142             Statement stmt2; 
143             try { 
144      
145                 stmt2 = connDerby.createStatement(); 
146                 sql = "INSERT INTO whiteboxAppx2.businesses ( 
\"idBus\",\"year\", \"quarter\") VALUES " 
147                         + "(" 
148                         + idBus 
149                         + ", " 
150                         + entry.getYear() 
151                         + ", " 
152                         + "'" + entry.getQuarter() + "' )"; 
153                 System.out.println(sql); 
154                 stmt2.executeUpdate(sql); 
155      
156                 for (Item item : entry) { 
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157                     sql = "INSERT INTO whiteboxAppx2.businessdataset ( 
\"idVar\",\"idBus\") VALUES " 
158                             + "(" 
159                             + item.getId() 
160                             + ", " 
161                             + idBus + " )"; 
162                     System.out.println(sql); 
163                     stmt2.executeUpdate(sql); 
164                 } 
165             } catch (SQLException e) { 
166                 // TODO Auto-generated catch block 
167                 System.out.println("From Datahandler"); 
168                  
169                 error = true; 
170                 System.out.println(error); 
171                 errorCode = e.getSQLState(); 
172                 System.out.println(errorCode); 
173                 e.printStackTrace(); 
174             } catch (NullPointerException e){ 
175                  
176             } 
177         } 
178     } 
179 } 
 
L.5 - ProcessMeasurementsBoundary 
001 package datahandlingsystem; 
002  
003 import guiutilities.ColumnGroup; 
004 import guiutilities.GroupableTableHeader; 
005  
006 import java.awt.Dimension; 
007 import java.util.ArrayList; 
008  
009 import javax.swing.JButton; 
010 import javax.swing.JOptionPane; 
011 import javax.swing.JPanel; 
012 import javax.swing.JScrollPane; 
013 import javax.swing.JTable; 
014 import javax.swing.table.DefaultTableModel; 
015 import javax.swing.table.JTableHeader; 
016 import javax.swing.table.TableColumn; 
017 import javax.swing.table.TableColumnModel; 
018  
Pries-Heje & Olsen 
 
 
S i d e  301 | 471 
 
 
019 import datastructure.CompanyEntry; 
020 import datastructure.Item; 
021  
022 public class ProcessMeasurementsBoundry extends JPanel { 
023  
024     private boolean DEBUG = false; 
025     private Dimension screenSize; 
026     private ProcessMeasurementsController dataHandling = new 
ProcessMeasurementsController(); 
027     private JTable table; 
028     private DefaultTableModel dm = new DefaultTableModel(); 
029     private Object[] obj = new Object[68]; 
030     public final String M1 = "M1",  
031             M2 = "M2",  
032             M3 = "M3"; 
033     public final int NO_ERROR = 0, 
034             PROCESS_INVALID_NUMERIC_VALUE = 1,  
035             PROCESS_NUMBER_FORMAT_EXCEPTION = 2,  
036             PROCESS_NULL_POINTER_EXCEPTION = 3,  
037             ID_NULL_POINTER_EXCEPTION = 4,  
038             ML_INVALID_NUMERIC_VALUE = 5,  
039             ML_NUMBER_FORMAT_EXCEPTION = 6,  
040             ID_ALREADY_EXSIST = 7,  
041             ID_DO_NOT_EXSIST = 8; 
042     private int error = NO_ERROR; 
043     private String errorScore; 
044     private Object errorValue; 
045      
046      
047     public ProcessMeasurementsBoundry(Dimension screenSize) { 
048         this.screenSize = screenSize.getSize(); 
049         this.screenSize.setSize(this.screenSize.getWidth() * 0.90, 
this.screenSize.getHeight() * 0.1); 
050          
051         obj[0] = "Virksomheds ID"; 
052         obj[1] = "Modenhedsniveau"; 
053         for (int i = 2; i <= 67; i++) { 
054             obj[i] = M1; 
055  
056             i++; 
057             obj[i] = M2; 
058  
059             i++; 
060             obj[i] = M3; 
061  
062         } 
063  
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064         dm.setDataVector(new Object[][] {  
065          
066                 { "", "", "", "", "", "", "", "", "", "", "", "", 
067                     "", "", "", "", "", "", "", "", "", "", "", "", 
068                     "", "", "", "", "", "", "", "", "", "", "", "", 
069                     "", "", "", "", "", "", "", "", "", "", "", "", 
070                     "", "", "", "", "", "", "", "", "", "", "", "", 
071                     "", "", "", "", "", "", "", "" 
072                     }            
073                 }, obj); 
074  
075         table = new JTable(dm) { 
076             protected JTableHeader createDefaultTableHeader() { 
077                 return new GroupableTableHeader(columnModel); 
078             } 
079  
080             public boolean getScrollableTracksViewportWidth() { 
081                 return getPreferredSize().width < getParent().getWidth(); 
082             } 
083         }; 
084  
085         table.setPreferredScrollableViewportSize(this.screenSize); 
086         table.setFillsViewportHeight(true); 
087         // table.setAutoResizeMode(JTable.AUTO_RESIZE_OFF); 
088  
089         TableColumnModel cm = table.getColumnModel(); 
090         GroupableTableHeader header = (GroupableTableHeader) table 
091                 .getTableHeader(); 
092  
093         TableColumn column = cm.getColumn(0); 
094         column.setMinWidth((int) (Math.round(this.screenSize.getWidth() * 
0.07))); 
095         column = cm.getColumn(1); 
096         column.setMinWidth((int) (Math.round(this.screenSize.getWidth() * 
0.08))); 
097          
098         ArrayList<Item> processes = dataHandling.getCMMIprocesses(); 
099         int index = 2; 
100         for(Item process : processes){ 
101             ColumnGroup g_name = new ColumnGroup(process.getName()); 
102             g_name.setId(process.getId()); 
103             column = cm.getColumn(index); 
104             column.setMaxWidth(50); 
105             g_name.add(column); 
106             index++; 
107             column = cm.getColumn(index); 
108             column.setMaxWidth(50); 
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109             g_name.add(cm.getColumn(index)); 
110             index++; 
111             column = cm.getColumn(index); 
112             column.setMaxWidth(50); 
113             g_name.add(cm.getColumn(index)); 
114             index++; 
115             header.addColumnGroup(g_name); 
116         } 
117         JScrollPane scroll = new JScrollPane(table); 
118 //      scroll.setSize(this.screenSize); 
119         add(scroll); 
120  
121         JButton saveBtn = new JButton("Gem lokalt"); 
122         saveBtn.setToolTipText("Gemmer data på din maskine"); // Adding 
123                                                                         
// Tool 
124         this.add(saveBtn); 
125         saveBtn.addActionListener(new java.awt.event.ActionListener() { 
126             @Override 
127             public void actionPerformed(java.awt.event.ActionEvent evt) { 
128                 handleProcessScores(); 
129             } 
130             // panel.model.get 
131             // dataHandling.queryNewEntry(data); 
132         }); 
133  
134     } 
135  
136     public void handleProcessScores(){ 
137         ArrayList<CompanyEntry> companyenrty = new 
ArrayList<CompanyEntry>(); 
138         String processAbbr = ""; 
139         int idprocess = 0; 
140         int s1 = 0, s2 = 0, s3 = 0; 
141         outerloop: 
142         for (int row = 0; row == 0; row++) { 
143             CompanyEntry entry; 
144             try{ 
145                 String value = (String) table.getValueAt(row, 0); 
146                 value = value.trim(); 
147                 entry = new CompanyEntry(Integer.parseInt(value)); 
148             } catch (NumberFormatException e){ 
149                 if(table.getValueAt(row,0).toString().length() == 0) 
150                     errorValue = "Der var ingen værdi indtastet"; 
151                 else 
152                     errorValue = table.getValueAt(row,0); 
153                 error = ID_NULL_POINTER_EXCEPTION; 
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154                 break outerloop; 
155             } 
156             try{ 
157                 String value = (String) table.getValueAt(row, 1); 
158                 value = value.trim(); 
159                 if(isValid(Float.parseFloat(value))) 
160                     entry.setMaturityLevel(Float.parseFloat(value)); 
161                 else { 
162                     errorValue = Float.parseFloat(value); 
163                     error = ML_INVALID_NUMERIC_VALUE; 
164                     break outerloop;                                     
165                 } 
166                 companyenrty.add(entry); 
167             } catch (NumberFormatException e){ 
168                 if(table.getValueAt(row,1).toString().length() == 0) 
169                     errorValue = "Der var ingen værdi indtastet"; 
170                 else 
171                     errorValue = table.getValueAt(row,1); 
172                 error = ML_NUMBER_FORMAT_EXCEPTION; 
173                 break outerloop; 
174             } 
175  
176  
177             ArrayList<Item> processes = dataHandling.getCMMIprocesses(); 
178             for (int col = 2; col < table.getColumnCount(); col++) { 
179  
180             idprocess = (int) Math.round((col + 1.2) / 3); 
181              
182 //          System.out.println(idprocess + " = " + 
processes.get(idprocess - 1).getName()); 
183             processAbbr = processes.get(idprocess - 1).getName();    
184  
185             s1 = getValue(M1, row, col); 
186             s2 = getValue(M2, row, ++col); 
187             s3 = getValue(M3, row, ++col); 
188  
189             if(s1 == -1 || s2 == -1 || s3 == -1) 
190                 break outerloop; 
191             else if(error == NO_ERROR) 
192                 companyenrty.get(row).add(new Item(idprocess, s1, s2, 
s3)); 
193             } 
194              
195         } 
196         if(error == PROCESS_INVALID_NUMERIC_VALUE || error == 
PROCESS_NUMBER_FORMAT_EXCEPTION || error == PROCESS_NULL_POINTER_EXCEPTION) 
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197             JOptionPane.showMessageDialog(table, "Værdierne for nogle af 
dine målinger indeholder ikke tilladte værdier. " 
198                     + "\n" 
199                     + "Proces: " + processAbbr + " \n"  
200                     + "For: " + errorScore + " \n" 
201                     + "Værdien var: " + errorValue); 
202         else if(error == ID_NULL_POINTER_EXCEPTION) 
203             JOptionPane.showMessageDialog(table, "Værdien for id er ikke 
valid - værdien var: " + errorValue); 
204         else if(error == ML_INVALID_NUMERIC_VALUE || error == 
ML_NUMBER_FORMAT_EXCEPTION) 
205             JOptionPane.showMessageDialog(table, "Værdien for 
modenhedsniveauet er ikke valid - værdien var: " + errorValue); 
206         else if(error == NO_ERROR) 
207             error = dataHandling.newCompanyEntry(companyenrty); 
208          
209         if(error == ID_ALREADY_EXSIST) 
210             JOptionPane.showMessageDialog(table, "Det indtastet 
virksomheds id eksistere allerede"); 
211         else if(error == ID_DO_NOT_EXSIST) 
212             JOptionPane.showMessageDialog(table, "Virksomheds id 
eksistere ikke i databasen (Er ikke oprettet)"); 
213         else if(error == NO_ERROR) 
214             JOptionPane.showMessageDialog(table, "Indtastning Gemt"); 
215  
216         resetError(); 
217         // int ce =0, idprocess=0; 
218         // float s1=0, s2=0, s3=0; 
219  
220         // for (int i = 0; i < table.getColumnCount(); i++) { 
221         // 
222         // if (i == 0) { 
223         // System.out.println(table.getValueAt(0, i)); 
224         // ce = Integer.parseInt((String) table.getValueAt(0, 0)); 
225         // companyenrty.add(new CompanyEntry(ce)); 
226         // } else { 
227         // idprocess = (int) Math.round((i + 1.2) / 3); 
228         // System.out.println(idprocess); 
229         // if(i%3 == 1){ 
230         // s1 = Float.parseFloat((String) table.getValueAt(0, i)); 
231         // System.out.println(s1); 
232         // } 
233         // else if (i%3 == 2){ 
234         // s2 = Float.parseFloat((String) table.getValueAt(0, i)); 
235         // System.out.println(s2); 
236         // } 
237         // else if (i%3 == 0 && i!=0){ 
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238         // s3 = Float.parseFloat((String) table.getValueAt(0, i)); 
239         // System.out.println(s3); 
240         // companyenrty.get(0).add(new Item(idprocess,s1,s2,s3)); 
241         // System.out.println("Item process " + idprocess + " score 1: " 
242         // + s1 + " score 2: " + s2 + " score 3: " + s3); 
243         // } 
244         // 
245  
246     } 
247      
248      
249     private int getValue(String M, int row, int col){ 
250         String value = (String) table.getValueAt(row,col); 
251         value = value.trim(); 
252         try{ 
253             int score = Integer.parseInt(value); 
254             if(isValid(score)){ 
255                 error = NO_ERROR; 
256                 return score; 
257             } 
258             else { 
259                 errorScore = M; 
260                 errorValue = score; 
261                 error = PROCESS_INVALID_NUMERIC_VALUE; 
262                 return -1; 
263             }                    
264         } catch (NumberFormatException e){ 
265             if(value.toString().length() == 0){ 
266                 error = NO_ERROR; 
267                 return 0; 
268             } 
269             else{ 
270                 errorScore = M; 
271                 errorValue = value; 
272                 error = PROCESS_NUMBER_FORMAT_EXCEPTION; 
273                 return -1; 
274             }            
275         } catch (NullPointerException e){ 
276             errorScore = M; 
277             errorValue = "Der var ingen værdi indtastet"; 
278             error = PROCESS_NULL_POINTER_EXCEPTION; 
279             return -1; 
280         } 
281     } 
282      
283     private boolean isValid(int value){ 
284         if(value >= 0 && value <= 4) 
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285             return true; 
286         return false; 
287     } 
288      
289     private boolean isValid(float value){ 
290         if(value > 0 && value <= 4 && value % 0.25 == 0) 
291             return true; 
292         return false; 
293     } 
294      
295     private void resetError(){ 
296         error=0; 
297         errorValue=0; 
298     } 
299      
300     public boolean isDEBUG() { 
301         return DEBUG; 
302     } 
303  
304     public void setDEBUG(boolean dEBUG) { 
305         DEBUG = dEBUG; 
306     } 
307      
308     public JTable getTable() { 
309         return table; 
310     } 
311  
312     public void setTable(JTable table) { 
313         this.table = table; 
314     } 
315  
316     public DefaultTableModel getDm() { 
317         return dm; 
318     } 
319  
320     public void setDm(DefaultTableModel dm) { 
321         this.dm = dm; 
322     } 
323  
324     public Object[] getObj() { 
325         return obj; 
326     } 
327  
328     public void setObj(Object[] obj) { 
329         this.obj = obj; 
330     } 
331  
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332     public int getError() { 
333         return error; 
334     } 
335  
336     public void setError(int error) { 
337         this.error = error; 
338     } 
339  
340 } 
L.6 - ProcessMeasurementsBoundaryTest 
001 package datahandlingsystem; 
002  
003 import static org.junit.Assert.assertEquals; 
004  
005 import java.awt.Dimension; 
006 import java.awt.Toolkit; 
007  
008 import org.junit.Test; 
009  
010 public class ProcessMeasurementsBoundryTest { 
011  
012     public Dimension screenSize = 
Toolkit.getDefaultToolkit().getScreenSize(); 
013      
014     @Test 
015     public void testAllValidInput() { 
016         ProcessMeasurementsBoundry boundry = new 
ProcessMeasurementsBoundry(screenSize); 
017         boundry.setDEBUG(true); 
018         boundry.getDm().setDataVector(new Object[][] {  
019          
020                 { "1324", "1", "2", "3", "4", "1.25", "1.50", "1.75", 
"2.25", "2.50", "2.75", "3.25", 
021                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
022                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
023                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
024                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
025                     "1", "1", "1", "1", "1", "1", "1" 
026                     }            
027                 }, boundry.getObj()); 
028         boundry.handleProcessScores(); 
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029         assertEquals(boundry.getError(), 0); 
030     } 
031      
032     @Test 
033     public void testValuesExceededAbove() { 
034         ProcessMeasurementsBoundry boundry = new 
ProcessMeasurementsBoundry(screenSize); 
035         boundry.setDEBUG(true); 
036         boundry.getDm().setDataVector(new Object[][] {  
037          
038                 { "1324", "1", "2", "3", "4", "1.25", "1.50", "1.75", 
"2.25", "2.50", "2.75", "3.25", 
039                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
040                     "1", "1", "5", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
041                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
042                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
043                     "1", "1", "1", "1", "1", "1", "1" 
044                     }            
045                 }, boundry.getObj()); 
046         boundry.handleProcessScores(); 
047         assertEquals(boundry.getError(), 1); 
048     } 
049      
050     @Test 
051     public void testValuesExceeedBelow() { 
052         ProcessMeasurementsBoundry boundry = new 
ProcessMeasurementsBoundry(screenSize); 
053         boundry.setDEBUG(true); 
054         boundry.getDm().setDataVector(new Object[][] {  
055          
056                 { "1324", "1", "2", "3", "4", "1.25", "1.50", "1.75", 
"2.25", "2.50", "2.75", "3.25", 
057                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
058                     "1", "1", "0", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
059                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
060                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
061                     "1", "1", "1", "1", "1", "1", "1" 
062                     }            
063                 }, boundry.getObj()); 
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064         boundry.handleProcessScores(); 
065         assertEquals(boundry.getError(), 1); 
066     } 
067      
068     @Test 
069     public void testValueErrorOnString() { 
070         ProcessMeasurementsBoundry boundry = new 
ProcessMeasurementsBoundry(screenSize); 
071         boundry.setDEBUG(true); 
072         boundry.getDm().setDataVector(new Object[][] {  
073          
074                 { "1324", "1", "2", "3", "4", "1.25", "1.50", "1.75", 
"2.25", "2.50", "2.75", "3.25", 
075                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
076                     "1", "1", "F", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
077                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
078                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
079                     "1", "1", "1", "1", "1", "1", "1" 
080                     }            
081                 }, boundry.getObj()); 
082         boundry.handleProcessScores(); 
083         assertEquals(boundry.getError(), 2); 
084     } 
085      
086     @Test 
087     public void testInvalidValueNumberBeforeStringError() { 
088         ProcessMeasurementsBoundry boundry = new 
ProcessMeasurementsBoundry(screenSize); 
089         boundry.setDEBUG(true); 
090         boundry.getDm().setDataVector(new Object[][] {  
091          
092                 { "1324", "1", "2", "3", "4", "1.25", "1.50", "1.75", 
"2.25", "2.50", "2.75", "3.25", 
093                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
094                     "1", "10", "F", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
095                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
096                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
097                     "1", "1", "1", "1", "1", "1", "1" 
098                     }            
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099                 }, boundry.getObj()); 
100         boundry.handleProcessScores(); 
101         assertEquals(boundry.getError(), 1); 
102     } 
103      
104     @Test 
105     public void testStringBeforeInvalidValueNumber() { 
106         ProcessMeasurementsBoundry boundry = new 
ProcessMeasurementsBoundry(screenSize); 
107         boundry.setDEBUG(true); 
108         boundry.getDm().setDataVector(new Object[][] {  
109          
110                 { "1324", "1", "2", "3", "4", "1.25", "1.50", "1.75", 
"2.25", "2.50", "2.75", "3.25", 
111                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
112                     "1", "F", "10", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
113                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
114                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
115                     "1", "1", "1", "1", "1", "1", "1" 
116                     }            
117                 }, boundry.getObj()); 
118         boundry.handleProcessScores(); 
119         assertEquals(boundry.getError(), 2); 
120     } 
121      
122     @Test 
123     public void testInvalidCharacter1() { 
124         ProcessMeasurementsBoundry boundry = new 
ProcessMeasurementsBoundry(screenSize); 
125         boundry.setDEBUG(true); 
126         boundry.getDm().setDataVector(new Object[][] {  
127          
128                 { "1324", "1", "2", "3", "4", "1.25", "1.50", "1.75", 
"2.25", "2.50", "2.75", "3.25", 
129                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
130                     "1", "}", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
131                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
132                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
133                     "1", "1", "1", "1", "1", "1", "1" 
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134                     }            
135                 }, boundry.getObj()); 
136         boundry.handleProcessScores(); 
137         assertEquals(boundry.getError(), 2); 
138     } 
139      
140     @Test 
141     public void testNoValue() { 
142         ProcessMeasurementsBoundry boundry = new 
ProcessMeasurementsBoundry(screenSize); 
143         boundry.setDEBUG(true); 
144         boundry.getDm().setDataVector(new Object[][] {  
145          
146                 { "1324", "1", "2", "3", "4", "1.25", "1.50", "1.75", 
"2.25", "2.50", "2.75", "3.25", 
147                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
148                     "1", "", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", 
149                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
150                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
151                     "1", "1", "1", "1", "1", "1", "1" 
152                     }            
153                 }, boundry.getObj()); 
154         boundry.handleProcessScores(); 
155         assertEquals(boundry.getError(), 2); 
156     } 
157      
158     @Test 
159     public void testNullValue() { 
160         ProcessMeasurementsBoundry boundry = new 
ProcessMeasurementsBoundry(screenSize); 
161         boundry.setDEBUG(true); 
162         boundry.getDm().setDataVector(new Object[][] {  
163          
164                 { "1324", "1", "2", "3", "4", "1.25", "1.50", "1.75", 
"2.25", "2.50", "2.75", "3.25", 
165                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
166                     "1", null, "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
167                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
168                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
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169                     "1", "1", "1", "1", "1", "1", "1" 
170                     }            
171                 }, boundry.getObj()); 
172         boundry.handleProcessScores(); 
173         assertEquals(boundry.getError(), 3); 
174     } 
175      
176     @Test 
177     public void testIDNullValue() { 
178         ProcessMeasurementsBoundry boundry = new 
ProcessMeasurementsBoundry(screenSize); 
179         boundry.setDEBUG(true); 
180         boundry.getDm().setDataVector(new Object[][] {  
181          
182                 { null, "1", "2", "3", "4", "1.25", "1.50", "1.75", 
"2.25", "2.50", "2.75", "3.25", 
183                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
184                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
185                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
186                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
187                     "1", "1", "1", "1", "1", "1", "1" 
188                     }            
189                 }, boundry.getObj()); 
190         boundry.handleProcessScores(); 
191         assertEquals(boundry.getError(), 4); 
192     } 
193      
194     @Test 
195     public void testIDNoValue() { 
196         ProcessMeasurementsBoundry boundry = new 
ProcessMeasurementsBoundry(screenSize); 
197         boundry.setDEBUG(true); 
198         boundry.getDm().setDataVector(new Object[][] {  
199          
200                 { "", "1", "2", "3", "4", "1.25", "1.50", "1.75", "2.25", 
"2.50", "2.75", "3.25", 
201                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
202                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
203                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
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204                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
205                     "1", "1", "1", "1", "1", "1", "1" 
206                     }            
207                 }, boundry.getObj()); 
208         boundry.handleProcessScores(); 
209         assertEquals(boundry.getError(), 4); 
210     } 
211      
212     @Test 
213     public void testIDValueErrorOnString() { 
214         ProcessMeasurementsBoundry boundry = new 
ProcessMeasurementsBoundry(screenSize); 
215         boundry.setDEBUG(true); 
216         boundry.getDm().setDataVector(new Object[][] {  
217          
218                 { "", "1", "2", "3", "4", "1.25", "1.50", "1.75", "2.25", 
"2.50", "2.75", "3.25", 
219                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
220                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
221                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
222                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
223                     "1", "1", "1", "1", "1", "1", "1" 
224                     }            
225                 }, boundry.getObj()); 
226         boundry.handleProcessScores(); 
227         assertEquals(boundry.getError(), 4); 
228     } 
229      
230     @Test 
231     public void testNoValues() { 
232         ProcessMeasurementsBoundry boundry = new 
ProcessMeasurementsBoundry(screenSize); 
233         boundry.setDEBUG(true); 
234         boundry.getDm().setDataVector(new Object[][] {  
235          
236                 { "", "", "", "", "", "", "", "", "", "", "", "", 
237                     "", "", "", "", "", "", "", "", "", "", "", "", 
238                     "", "", "", "", "", "", "", "", "", "", "", "", 
239                     "", "", "", "", "", "", "", "", "", "", "", "", 
240                     "", "", "", "", "", "", "", "", "", "", "", "", 
241                     "", "", "", "", "", "", "" 
242                     }            
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243                 }, boundry.getObj()); 
244         boundry.handleProcessScores(); 
245         assertEquals(boundry.getError(), 4); 
246     } 
247      
248     @Test 
249     public void testNoValuesWithValidID() { 
250         ProcessMeasurementsBoundry boundry = new 
ProcessMeasurementsBoundry(screenSize); 
251         boundry.setDEBUG(true); 
252         boundry.getDm().setDataVector(new Object[][] {  
253          
254                 { "1346", "", "", "", "", "", "", "", "", "", "", "", 
255                     "", "", "", "", "", "", "", "", "", "", "", "", 
256                     "", "", "", "", "", "", "", "", "", "", "", "", 
257                     "", "", "", "", "", "", "", "", "", "", "", "", 
258                     "", "", "", "", "", "", "", "", "", "", "", "", 
259                     "", "", "", "", "", "", "" 
260                     }            
261                 }, boundry.getObj()); 
262         boundry.handleProcessScores(); 
263         assertEquals(boundry.getError(), 2); 
264     } 
265  
266 } 
L.7 - ProcessMeasurementsController 
01 package datahandlingsystem; 
02  
03 import java.sql.ResultSet; 
04 import java.sql.SQLException; 
05 import java.sql.Statement; 
06 import java.util.ArrayList; 
07  
08 import datahandlers.DBConnectable; 
09 import datastructure.CompanyEntry; 
10 import datastructure.Item; 
11  
12 public class ProcessMeasurementsController extends DBConnectable { 
13  
14  private boolean DEBUG = false; 
15  
16  public ProcessMeasurementsController () { 
17      setConnection("Derby"); 
18  } 
19  
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20  public ArrayList<Item> getCMMIprocesses(){ 
21      ArrayList<Item> arraylist = new ArrayList<Item>(); 
22      Statement stmt2;         
23      try { 
24  
25          stmt2 = connDerby.createStatement(); 
26          sql = "SELECT \"idProcess\", \"nameProcess\" FROM 
whiteboxAppx2.processes"; 
27  
28          ResultSet rset = stmt2.executeQuery(sql); 
29  
30          while(rset.next()){ 
31              arraylist.add(new Item(rset.getString(2), rset.getInt(1))); 
32          } 
33      } catch (SQLException e) { 
34          // TODO Auto-generated catch block 
35          e.printStackTrace(); 
36      } 
37       
38       
39      return arraylist; 
40  } 
41   
42  public int newCompanyEntry(ArrayList<CompanyEntry> c) { 
43      int idBus = c.get(0).getId(); 
44      float maturityLevel = c.get(0).getMaturityLevel(); 
45      Statement stmt1; 
46      Statement stmt2; 
47      Statement stmt3; 
48      try { 
49  
50          stmt1 = connDerby.createStatement(); 
51          sql = "SELECT \"idBus\" FROM whiteboxAppx2.businesses WHERE 
\"idBus\" = " + idBus; 
52          ResultSet rset = stmt1.executeQuery(sql); 
53          if(rset.next()){ 
54              stmt3 = connDerby.createStatement(); 
55              sql = "UPDATE whiteboxAppx2.businesses SET 
\"maturityLevel\"="+ maturityLevel + " WHERE \"idBus\"=" + idBus; 
56              stmt3.executeUpdate(sql); 
57              stmt2 = connDerby.createStatement(); 
58              for (Item item : c.get(0)) { 
59                  item.getIdprocess(); 
60                  item.getS1(); 
61                  item.getS2(); 
62                  item.getS3(); 
63   
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64                  sql = "INSERT INTO whiteboxAppx2.score ( 
\"idBus\",\"idProcess\", \"score1\", \"score2\", \"score3\") VALUES" 
65                          + "(" 
66                          + idBus 
67                          + ", " 
68                          + item.getIdprocess() 
69                          + ", " 
70                          + item.getS1() 
71                          + ", " 
72                          + item.getS2() 
73                          + ", " 
74                          + item.getS3() + " )"; 
75                  stmt2.executeUpdate(sql); 
76                  System.out.println(sql + " This ran"); 
77              } 
78          } else  
79              return 8; 
80          return 0; 
81      } catch (SQLException e) { 
82          e.printStackTrace(); 
83          System.out.println(e.getErrorCode()); 
84          return 7; 
85      } 
86  
87  } 
88  
89  public boolean isDEBUG() { 
90      return DEBUG; 
91  } 
92  
93  public void setDEBUG(boolean dEBUG) { 
94      DEBUG = dEBUG; 
95  } 
96 }  
L.8 - ModelBoundary 
01 package model; 
02  
03 import java.awt.Dimension; 
04 import java.util.ArrayList; 
05  
06 import javax.swing.JButton; 
07 import javax.swing.JFrame; 
08 import javax.swing.JOptionPane; 
09 import javax.swing.JPanel; 
10  
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11 import datastructure.Item; 
12  
13 public class ModelBoundry extends JPanel{ 
14  
15  private Model model; 
16  private boolean DEBUG = false; 
17  protected ModelController dataHandling = new ModelController(); 
18  private Dimension screenSize1; 
19  
20  public ModelBoundry(Dimension screenSize){ 
21      this.screenSize1 = screenSize; 
22      System.out.println(this.screenSize1.toString()); 
23      JButton saveBtn = new JButton("Indtast Virksomheds ID"); 
24      saveBtn.setToolTipText("Udskriver model baseret på de udvalgte 
variabler"); // Adding 
25                                                                      // 
Tool 
26      this.add(saveBtn); 
27      saveBtn.addActionListener(new java.awt.event.ActionListener() { 
28          @Override 
29          public void actionPerformed(java.awt.event.ActionEvent evt) { 
30              String id = JOptionPane.showInputDialog("Skriv id for 
viksomhed"); 
31  
32              if(isValid(id)){ 
33                  model = new Model(screenSize1.getWidth(), 
screenSize1.getHeight() - 70, Integer.parseInt(id), 
dataHandling.getMaturityLevel(Integer.parseInt(id))); 
34                  ArrayList<Item> results = 
dataHandling.getScores(Integer.parseInt(id)); 
35                  model.setModelData(results); 
36                  JFrame frame = new JFrame(); 
37                  System.out.println("Before adding"); 
38                  frame.add(model); 
39                  System.out.println("After adding"); 
40                  frame.setDefaultCloseOperation(JFrame.DISPOSE_ON_CLOSE); 
41                  frame.setSize(new Dimension((int)screenSize1.getWidth(), 
(int) (screenSize1.getHeight() - 40))); 
42                  frame.setVisible(true); 
43  
44              } 
45  
46          } 
47          // panel.model.get 
48          // dataHandling.queryNewEntry(data); 
49  
50          private boolean isValid(String id) { 
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51              // TODO Auto-generated method stub 
52               
53              return true; 
54          } 
55      }); 
56  } 
57  
58  public boolean isDEBUG() { 
59      return DEBUG; 
60  } 
61  
62  public void setDEBUG(boolean dEBUG) { 
63      DEBUG = dEBUG; 
64  } 
65   
66  public Model getModel() { 
67      return model; 
68  } 
69  
70  public void setModel(Model model) { 
71      this.model = model; 
72  } 
73  
74 } 
L.9 - ModelController 
01 package model; 
02  
03 import java.sql.PreparedStatement; 
04 import java.sql.ResultSet; 
05 import java.sql.SQLException; 
06 import java.sql.Statement; 
07 import java.util.ArrayList; 
08  
09 import datahandlers.DBConnectable; 
10 import datastructure.Item; 
11  
12 public class ModelController extends DBConnectable { 
13   
14  public ArrayList<Item> getCMMIprocesses(){ 
15      ArrayList<Item> arraylist = new ArrayList<Item>(); 
16      Statement stmt2;         
17      try { 
18  
19          stmt2 = connDerby.createStatement(); 
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20          sql = "SELECT \"idProcess\", \"nameProcess\" FROM 
whiteboxAppx2.processes"; 
21  
22          ResultSet rset = stmt2.executeQuery(sql); 
23  
24          while(rset.next()){ 
25              arraylist.add(new Item(rset.getString(2), rset.getInt(1))); 
26          } 
27      } catch (SQLException e) { 
28          // TODO Auto-generated catch block 
29          e.printStackTrace(); 
30      } 
31       
32       
33      return arraylist; 
34  } 
35   
36   
37  public float getMaturityLevel(int idBus){ 
38      PreparedStatement stmt1; 
39      try { 
40          stmt1 = connDerby.prepareStatement("SELECT \"maturityLevel\" " 
41                  + "FROM whiteboxAppx2.businesses " 
42                  + "WHERE \"idBus\"= ?"); 
43          stmt1.setInt(1, idBus); 
44          ResultSet rset1 = stmt1.executeQuery(); 
45          if(rset1.next()) 
46              return rset1.getFloat(1); 
47      } catch (SQLException e) { 
48          // TODO Auto-generated catch block 
49          e.printStackTrace(); 
50      } 
51      return -1; 
52  } 
53   
54  public ArrayList<Item> getScores(int idBus) {  
55      ArrayList<Item> results = new ArrayList<>(); 
56      try { 
57           
58          PreparedStatement stmt1 = connDerby.prepareStatement("SELECT 
\"idBus\",thescore.\"idProcess\", " 
59                  + "\"score1\", \"score2\", \"score3\",\"nameProcess\" " 
60                  + "FROM whiteboxAppx2.score AS thescore, 
whiteboxAppx2.processes AS processes " 
61                  + "WHERE \"idBus\"= ? AND 
thescore.\"idProcess\"=processes.\"idProcess\""); 
62          stmt1.setInt(1, idBus); 
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63          ResultSet rset1 = stmt1.executeQuery(); 
64           
65          while(rset1.next()){ 
66              Item item = new Item(rset1.getInt(2), 
convert(rset1.getInt(3)), convert(rset1.getInt(4)), 
convert(rset1.getInt(5))); 
67              item.setName(rset1.getString(6)); 
68              results.add(item); 
69               
70          } 
71          for(Item item : results) 
72              System.out.println(item.toStringProcess()); 
73      } catch (SQLException e) { 
74          e.printStackTrace(); 
75      } 
76      return results; 
77  } 
78   
79  private double convert(int value){ 
80      if(value == 1) 
81          return 0.1; 
82      else if(value == 2) 
83          return 0.35; 
84      else if(value == 3) 
85          return 0.65; 
86      else if(value == 4) 
87          return 0.9; 
88      else 
89          return 0f; 
90  } 
91   
92  public ModelController(){ 
93      setConnection("Derby"); 
94      } 
95 } 
L.10 - Model 
01 package model; 
02  
03 import java.awt.Font; 
04 import java.awt.Graphics; 
05 import java.awt.Graphics2D; 
06 import java.util.ArrayList; 
07  
08 import javax.swing.JComponent; 
09  
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10 import datastructure.Item; 
11  
12 public class Model extends JComponent{ 
13   
14  public int frameWidth, frameHeight; 
15  public ArrayList<Group> groups = new ArrayList<Group>(); 
16  public String headMaturity, headID; 
17  
18  public Model(double width, double height, int id, double matuarityLevel){ 
19      this.frameWidth = (int) width; 
20      this.frameHeight = (int) height; 
21      System.out.println("height" + this.frameHeight); 
22      System.out.println("width" + this.frameWidth); 
23      this.headMaturity = "Evne til Produktudvikling - niveau: " + 
matuarityLevel; 
24      this.headID = "Virksomheds id: " + id; 
25      double hp = 0.1; 
26 //       setModelSize(width, height); 
27      addGroup(10, (int) (height*hp), "Projekt - Styring", 1); 
28      addGroup((int) ((width/4) + 10), (int) (height*hp), "Udvikling", 1); 
29      addGroup((int) ((width/4)*2 + 10), (int) (height*hp), "Støtte", 1); 
30      addGroup((int) ((width/4)*3 + 10), (int) (height*hp), "Organisation", 
1); 
31  } 
32   
33  public void setModelData(ArrayList<Item> results){ 
34      for(Group group : groups){ 
35          group.setData(results); 
36      }    
37  } 
38   
39  private void addGroup(int x, int y, String name, int averageScore){ 
40      this.groups.add(new Group(x, y, name, averageScore)); 
41  } 
42       
43  public void paintComponent(Graphics g){ 
44      System.out.println("PaintComponent ran"); 
45      Graphics2D g2 = (Graphics2D) g; 
46      Font font = new Font("Serif", Font.BOLD, 30); 
47      g2.setFont(font); 
48      g2.drawString(this.headMaturity, 35, 35); 
49      g2.drawString(this.headID, 35, 70); 
50      for(Group group : groups){ 
51          group.setSize(frameWidth/4, frameHeight - (frameHeight/10)); 
52          group.display(g2); 
53      } 
54      System.out.println("End of PaintComponent"); 
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55  } 
56 } 
L.11 - Group 
001 package model; 
002  
003 import java.awt.Font; 
004 import java.awt.FontMetrics; 
005 import java.awt.Graphics2D; 
006 import java.awt.RenderingHints; 
007 import java.awt.image.BufferedImage; 
008 import java.io.IOException; 
009 import java.util.ArrayList; 
010  
011 import javax.imageio.ImageIO; 
012  
013 import org.apache.derby.impl.tools.sysinfo.Main; 
014  
015 import datastructure.Item; 
016  
017 public class Group{ 
018  
019     private String name; 
020     private int x, y, width, height, heightTop, heightMid, heightBot; 
021     private ArrayList<Process> processes = new ArrayList<Process> (); 
022     private BufferedImage imgTop, imgMid, imgBot; 
023     private double avGroupScore = 0; 
024  
025     public Group( int x, int y, String name, double averageScore){ 
026         setName(name); 
027         this.x = x; 
028         this.y = y; 
029         state(averageScore); 
030         switch (getName()) { 
031         case "Projekt - Styring": 
032             addProcess("Supplier Agreement Management", "SAM", 0, 0, 0); 
033             addProcess("Integrated Project Man. + IPPD","IPM", 0, 0, 0); 
034             addProcess("Risk Management", "RISK", 0, 0, 0); 
035             addProcess("Project Planning", "PP", 0, 0, 0); 
036             addProcess("Project Monitoring & Control", "PMC", 0, 0, 0); 
037             addProcess("Quantitative Project Management","QPM", 0, 0, 0); 
038             break; 
039  
040         case "Udvikling": 
041             addProcess("Requirements Developments", "RD", 0, 0, 0); 
042             addProcess("Technical Solution", "TS", 0, 0, 0); 
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043             addProcess("Product Integration", "DI", 0, 0, 0); 
044             addProcess("Verification", "VER", 0, 0, 0); 
045             addProcess("Validation", "VAL", 0, 0, 0); 
046             addProcess("Requirements Management", "REQM", 0, 0, 0); 
047             break; 
048              
049         case "Støtte": 
050             addProcess("Casual Analysis and Resolution", "CAR", 0, 0, 0); 
051             addProcess("Decision Analysis and Resolution", "DAR", 0, 0, 
0); 
052             addProcess("Configuration Management", "CM", 0, 0, 0); 
053             addProcess("Process & Product QA", "PPQA", 0, 0, 0); 
054             addProcess("Measurement & Analysis", "M&A", 0, 0, 0); 
055             break; 
056              
057         case "Organisation": 
058             addProcess("Org. Inn. & Development", "OID", 0, 0, 0); 
059             addProcess("Org. Process Performance", "OPP", 0, 0, 0); 
060             addProcess("Org. Process Focus", "OPF", 0, 0, 0); 
061             addProcess("Org. Process Definition", "OPD", 0, 0, 0); 
062             addProcess("Org Training", "OT", 0, 0, 0); 
063             break; 
064         default: 
065             System.out.println("No processes were initialized"); 
066             break; 
067         } 
068     } 
069      
070     public void state(double averageScore){ 
071         try { 
072             if(averageScore != 0 && averageScore < 0.15){ 
073                 setImgTop(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_04.png"))); 
074                 setImgMid(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_10.png"))); 
075                 setImgBot(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_15.png"))); 
076             } 
077             else if(averageScore >= 0.15 && averageScore < 0.50){ 
078                 setImgTop(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_06.png"))); 
079                 setImgMid(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_12.png"))); 
080                 setImgBot(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_17.png"))); 
081             } 
082             else if(averageScore >= 0.50 && averageScore < 0.85){ 
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083                 setImgTop(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_05.png"))); 
084                 setImgMid(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_11.png"))); 
085                 setImgBot(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_16.png"))); 
086             } 
087             else if(averageScore >= 0.85 && averageScore <= 1){ 
088                 setImgTop(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_03.png"))); 
089                 setImgMid(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_09.png"))); 
090                 setImgBot(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_14.png"))); 
091             } 
092             else { 
093                 setImgTop(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_07.png"))); 
094                 setImgMid(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_13.png"))); 
095                 setImgBot(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_18.png")));   
096             } 
097         } catch (IOException e) { 
098             // TODO Auto-generated catch block 
099             e.printStackTrace(); 
100         } 
101     } 
102      
103     private Item getItemByName(String name, ArrayList<Item> results){ 
104         for(Item item : results) 
105             if(item.getName().equals(name)) 
106                 return item; 
107         return null; 
108     } 
109          
110     public void setData(ArrayList<Item> results){ 
111         int index = 0; 
112         for(Process process : this.getProcesses()){ 
113             Item item = getItemByName(process.getAbbr(), results); 
114             process.setScoreState(item.getS1(), item.getS2(), 
item.getS3()); 
115             if(isNotZero(item.getS1())){ 
116                 index++; 
117                 this.avGroupScore = this.avGroupScore + item.getS1();                
118             } 
119             if(isNotZero(item.getS2())){ 
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120                 index++; 
121                 this.avGroupScore = this.avGroupScore + item.getS2();  
122             } 
123             if(isNotZero(item.getS3())){ 
124                 index++; 
125                 this.avGroupScore = this.avGroupScore + item.getS3();  
126             } 
127         } 
128         state(this.avGroupScore/index); 
129     } 
130      
131     private boolean isNotZero(double value){ 
132         if(value != 0.0) 
133             return true; 
134         return false; 
135     } 
136      
137     public void display(Graphics2D g2) { 
138         g2.drawImage(this.imgTop, this.x, this.y, width, heightTop, 
null); 
139         g2.drawImage(this.imgMid, this.x, this.y+heightTop, width, 
heightMid, null); 
140         g2.drawImage(this.imgBot, this.x, this.y+heightTop+heightMid, 
width, heightBot, null); 
141  
142         for(Process process : processes){ 
143             process.display(g2); 
144         } 
145          
146         g2.setRenderingHint(RenderingHints.KEY_ANTIALIASING, 
147                 RenderingHints.VALUE_ANTIALIAS_ON); 
148         double size = 0; 
149         if(this.width*4 <= 842) 
150             size = 18; 
151         else 
152             size =30; 
153             Font font = new Font("Calibri", Font.BOLD, (int) size); 
154             g2.setFont(font); 
155              
156 //          drawCenteredString(this.name, this.width - 
(Math.round((this.width / 100) * 8) + (Math.round((this.width / 100) * 5) * 
2)), g2); 
157             drawCenteredString(this.name, this.x, g2, size); 
158     } 
159      
160     private int calculateWidth(){ 
161         return this.width - Math.round((this.width / 100) * 16); 
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162     } 
163      
164     public void drawCenteredString(String s, int w, Graphics2D g, double 
size) { 
165         FontMetrics fm = g.getFontMetrics(); 
166         int x = this.x + (calculateWidth()/2) - (fm.stringWidth(s)/2); 
167         //      int x = (int) (((w - fm.stringWidth(s)) / 2) + 
Math.round((this.width / 100) * 5) * 1.2); 
168         int y = (int) (this.y + (size) + (this.heightTop/2)); 
169         g.drawString(s, x, y); 
170       } 
171      
172     public void setSize(int width, int height){ 
173         this.width = width; 
174         this.height = height; 
175         this.heightTop = (int) (height * 0.08); 
176         this.heightMid = (int) (height * 0.88);  
177         this.heightBot = (int) (height * 0.04); 
178         setProcessLocations(); 
179     } 
180      
181     public void addProcess(String name, String abbr, int score1, int 
score2, int score3){ 
182         this.processes.add(new Process(name, abbr, score1, score2, 
score3)); 
183     } 
184  
185     public String getName() { 
186         return name; 
187     } 
188  
189     public void setName(String name) { 
190         this.name = name; 
191     } 
192      
193     public ArrayList<Process> getProcesses() { 
194         return processes; 
195     } 
196  
197     public void setProcesses(ArrayList<Process> processes) { 
198         this.processes = processes; 
199     } 
200      
201     public BufferedImage getImgTop() { 
202         return imgTop; 
203     } 
204  
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205     public void setImgTop(BufferedImage imgTop) { 
206         this.imgTop = imgTop; 
207     } 
208  
209     public BufferedImage getImgMid() { 
210         return imgMid; 
211     } 
212  
213     public void setImgMid(BufferedImage imgMid) { 
214         this.imgMid = imgMid; 
215     } 
216  
217     public BufferedImage getImgBot() { 
218         return imgBot; 
219     } 
220  
221     public void setImgBot(BufferedImage imgBot) { 
222         this.imgBot = imgBot; 
223     } 
224      
225     public String toString(){ 
226         return this.name + " Starting at: " + this.x + "," + this.y; 
227     } 
228      
229     public String toStringContent(){ 
230         String output = this.name; 
231         for(Process process : processes){ 
232             output += "\n"; 
233             output += process.toStringScores(); 
234         } 
235         return output; 
236     } 
237      
238     private void setProcessLocations(){ 
239         for(Process process : processes){ 
240             process.setLocation(this.x, this.y+this.heightTop + 
((heightMid/10)*(setPosition(process.getAbbr()) - 1)), width, heightMid); 
241         } 
242     } 
243      
244     public int setPosition(String abbr){ 
245         switch (abbr) { 
246         case "CAR": 
247             return 1; 
248         case "OID": 
249             return 1; 
250         case "QPM": 
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251             return 2; 
252         case "OPP": 
253             return 2; 
254         case "RD": 
255             return 3; 
256         case "OPF": 
257             return 3; 
258         case "IPM": 
259             return 4; 
260         case "TS": 
261             return 4; 
262         case "DAR": 
263             return 4; 
264         case "OPD": 
265             return 4; 
266         case "RISK": 
267             return 5; 
268         case "DI": 
269             return 5; 
270         case "OT": 
271             return 5; 
272         case "VER": 
273             return 6; 
274         case "VAL": 
275             return 7; 
276         case "PP": 
277             return 8; 
278         case "CM": 
279             return 8; 
280         case "PMC": 
281             return 9; 
282         case "REQM": 
283             return 9; 
284         case "PPQA": 
285             return 9; 
286         case "SAM": 
287             return 10; 
288         case "M&A": 
289             return 10; 
290         default: 
291             return 0; 
292         } 
293     } 
294 } 
L.12 - Process 
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001 package model; 
002  
003 import java.awt.Font; 
004 import java.awt.FontMetrics; 
005 import java.awt.Graphics2D; 
006 import java.awt.RenderingHints; 
007  
008  
009 public class Process { 
010      
011     private String name, abbr; 
012     private int x, y, width, height, scoreWidth, scoreHeight, widthScale, 
widthSpace, widthStart; 
013     private Score score1, score2, score3; 
014      
015     public Process(String name, String abbr, double score1, double 
score2, double score3){ 
016         this.setName(name); 
017         this.setAbbr(abbr); 
018         this.score1 = new Score(score1); 
019         this.score2 = new Score(score2); 
020         this.score3 = new Score(score3); 
021     } 
022      
023     public void setLocation(int x, int y, int width, int height){ 
024         this.x = x; 
025         this.y = y; 
026         this.width = width; 
027         this.height = height; 
028  
029         this.scoreHeight = this.height / 10; 
030         this.widthScale = Math.round((this.width / 100) * 24); 
031         this.widthSpace = Math.round((this.width / 100) * 5); 
032         this.widthStart = Math.round((this.width / 100) * 8); 
033         this.scoreWidth = (this.width - (this.widthScale + 
this.widthStart)) / 3; 
034         setScore(); 
035     } 
036      
037     private void setScore(){ 
038         this.score1.setX(this.x+this.widthStart); 
039         this.score1.setY(this.y); 
040         this.score2.setX(this.x+this.widthStart + scoreWidth); 
041         this.score2.setY(this.y); 
042         this.score3.setX(this.x+this.widthStart + scoreWidth + 
scoreWidth); 
043         this.score3.setY(this.y);    
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044     } 
045      
046     public void setScoreState(double score1, double score2, double 
score3){ 
047         this.score1.setScore(score1); 
048         this.score2.setScore(score2); 
049         this.score3.setScore(score3); 
050     } 
051  
052     public void display(Graphics2D g2){ 
053         score1.setSize(scoreWidth, (int) (scoreHeight * 0.6)); 
054         score2.setSize(scoreWidth, (int) (scoreHeight * 0.6)); 
055         score3.setSize(scoreWidth, (int) (scoreHeight * 0.6)); 
056         score1.display(g2); 
057         score2.display(g2); 
058         score3.display(g2); 
059         g2.setRenderingHint(RenderingHints.KEY_ANTIALIASING, 
060                 RenderingHints.VALUE_ANTIALIAS_ON); 
061         double size = 0; 
062         if(this.width*4 <= 842) 
063             size = 0.223; 
064         else 
065             size = 0.24; 
066             Font font = new Font("Calibri", Font.BOLD, (int) 
(this.scoreHeight * size)); 
067             g2.setFont(font); 
068  
069             drawCenteredString(getName(), g2); 
070          
071     } 
072      
073     public void drawCenteredString(String s, Graphics2D g) { 
074         FontMetrics fm = g.getFontMetrics(); 
075         int x = this.x + ((this.width - this.widthScale) + 
this.widthStart) / 2 - (fm.stringWidth(s)/2); 
076          
077 //      int x = (this.width / 2 - (fm.stringWidth(s) / 2)) - 25 + this.x; 
078         int y = this.y  + (int) (scoreHeight * 0.9); 
079         g.drawString(s, x, y); 
080       } 
081      
082     public String toStringScores(){ 
083         String output = score1.toString(); 
084         output += "\n"; 
085         output += score2.toString(); 
086         output += "\n"; 
087         output += score3.toString(); 
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088         return output; 
089     } 
090      
091     public String toString(){ 
092         return this.x + "," + this.y;  
093     } 
094      
095     public int getX() { 
096         return x; 
097     } 
098  
099     public void setX(int x) { 
100         this.x = x; 
101     } 
102  
103     public int getY() { 
104         return y; 
105     } 
106  
107     public void setY(int y) { 
108         this.y = y; 
109     } 
110  
111     public int getScoreWidth() { 
112         return scoreWidth; 
113     } 
114  
115     public void setScoreWidth(int scoreWidth) { 
116         this.scoreWidth = scoreWidth; 
117     } 
118  
119     public int getScoreHeight() { 
120         return scoreHeight; 
121     } 
122  
123     public void setScoreHeight(int scoreHeight) { 
124         this.scoreHeight = scoreHeight; 
125     } 
126  
127     public Score getScore1() { 
128         return score1; 
129     } 
130  
131     public void setScore1(Score score1) { 
132         this.score1 = score1; 
133     } 
134  
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135     public Score getScore2() { 
136         return score2; 
137     } 
138  
139     public void setScore2(Score score2) { 
140         this.score2 = score2; 
141     } 
142  
143     public Score getScore3() { 
144         return score3; 
145     } 
146  
147     public void setScore3(Score score3) { 
148         this.score3 = score3; 
149     } 
150  
151     public String getName() { 
152         return name; 
153     } 
154  
155     public void setName(String name) { 
156         this.name = name; 
157     } 
158  
159     public String getAbbr() { 
160         return abbr; 
161     } 
162  
163     public void setAbbr(String abbr) { 
164         this.abbr = abbr; 
165     } 
166 } 
L.13 - Score 
001 package model; 
002  
003 import java.awt.Color; 
004 import java.awt.Font; 
005 import java.awt.FontMetrics; 
006 import java.awt.Graphics; 
007 import java.awt.Graphics2D; 
008 import java.awt.image.BufferedImage; 
009 import java.io.IOException; 
010 import java.sql.Connection; 
011  
012 import javax.imageio.ImageIO; 
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013  
014 import org.apache.derby.impl.tools.sysinfo.Main; 
015  
016 public class Score { 
017      
018     private int x, y, width = 80, height = 30; 
019     private double score; 
020     private BufferedImage img; 
021      
022     public Score(double score){ 
023         this.score = score; 
024         state(this.score); 
025     } 
026      
027     /** 
028      * This method determines the color of this score. The scores are as 
follows: <br> 
029      * 0 = gray <br> 1 = green <br> 2 = yellow <br> 3 = orange <br> 4 = 
red  
030      *  
031      * @param       score: 0 to 4 
032      * @return      Connection to MySQL server 
033      * @see         Connection 
034      */ 
035     private void state(double score){ 
036         try { 
037             if(score != 0 && score < 0.15) 
038                 setImg(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_22.png"))); 
039             else if(score >= 0.15 && score < 0.50) 
040                 setImg(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_24.png")));              
041             else if(score >= 0.50 && score < 0.85) 
042                 setImg(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_23.png"))); 
043             else if(score >= 0.85 && score <= 1) 
044                 setImg(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_21.png"))); 
045             else  
046                 setImg(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_25.png"))); 
047         } catch (IOException e) { 
048             // TODO Auto-generated catch block 
049             e.printStackTrace(); 
050         } 
051     } 
052      
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053     public void display(Graphics2D g2){ 
054         g2.drawImage(this.img, this.x, this.y, width, height, null); 
055         Font f = new Font("SansSerif", Font.BOLD, 12); 
056         g2.setColor(Color.black); 
057         g2.setFont(f); 
058         drawCenteredString(Double.toString(score), g2); 
059     } 
060      
061     public void drawCenteredString(String s, Graphics g) { 
062         FontMetrics fm = g.getFontMetrics(); 
063         int x = this.x + (this.width/2) - ((fm.stringWidth(s)) / 2); 
064         int y = this.y +(this.height/2) + ((fm.getAscent()) / 2); 
065         g.drawString(s, x, y); 
066     } 
067      
068     public double getScore() { 
069         return score; 
070     } 
071  
072     public void setScore(double score1) { 
073         this.score = score1; 
074         state(score1); 
075     } 
076  
077     public BufferedImage getImg() { 
078         return img; 
079     } 
080  
081     public void setImg(BufferedImage img) { 
082         this.img = img; 
083     } 
084      
085     public String toString(){ 
086         return "(" + this.x + "," + this.y + ") & Height/Width: " + 
height + "," + width; 
087     } 
088      
089     public int getX() { 
090         return x; 
091     } 
092  
093     public void setX(int x) { 
094         this.x = x; 
095     } 
096  
097     public int getY() { 
098         return y; 
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099     } 
100  
101     public void setY(int y) { 
102         this.y = y; 
103     } 
104  
105     public int getWidth() { 
106         return width; 
107     } 
108  
109     public void setWidth(int width) { 
110         this.width = width; 
111     } 
112  
113     public int getHeight() { 
114         return height; 
115     } 
116  
117     public void setHeight(int height) { 
118         this.height = height; 
119     } 
120  
121     public void setSize(int scoreWidth, int scoreHeight) { 
122         this.width = scoreWidth; 
123         this.height = scoreHeight; 
124     } 
125 } 
126  
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Bilag M – Stand alone program (Sprint 3) 
Dette bilagsdokument repræsentere stand alone programmet for sprint 3 Det er muligt at finde en 
eksekverbar fil i Bilagsdokumenter\Stand Alone Program\Sprint 3\whitebox.jar. Source koden for dette 
kan se i de følgende afsnit, men også liggende i Bilagsdokumenter\Stand Alone Program\Sprint 3\Source 
Code\ 
Reference Beskrivelse Side 
M.1 MainBoundary 338 
M.2 MainController 340 
M.3 InputFirmBoundary 345 
M.4 InputFirmBoundaryJUnit 352 
M.5 InputFirmController 365 
M.6 InputProcessBoundary 370 
M.7 InputProcessBoundaryJUnit 377 
M.8 InputProcessController 385 
M.9 DisplayFirmBoundary 387 
M.10 DisplayFirmBoundaryJUnit 390 
M.11 DisplayFirmController 390 
M.12 ModelBoundary 393 
M.13 ModelController 404 
M.14 Model 412 
M.15 Group 414 
M.16 Process 421 
M.17 Score 425 
M.18 ProcessData 428 
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M.1 – MainBoundary 
001 package datahandlingsystem; 
002  
003  
004 import java.awt.Dimension; 
005 import java.awt.Toolkit; 
006 import java.awt.event.KeyEvent; 
007  
008 import javax.swing.JFrame; 
009 import javax.swing.JTabbedPane; 
010  
011 /** 
012  * The MainBoundry class is the initiation of the datahandling system. 
This boundry (GUI)  
013  * utilize other boundries which is related to the datahandling system.  
014  *  
015  * @author      Anders Olsen & Rasmus Pries-Heje 
016  * @version     v.1-0, 21/03/2015 
017  * @see         Class 
018  */ 
019 public class MainBoundry extends JFrame{ 
020      
021     private boolean DEBUG = false; 
022     protected MainController dataHandling = new MainController(); 
023    
024      
025     public MainBoundry() { 
026  
027         Dimension screenSize = 
Toolkit.getDefaultToolkit().getScreenSize(); 
028         setBounds(0,0,screenSize.width, screenSize.height - 40); 
029         screenSize.setSize(new Dimension(screenSize.width, 
screenSize.height - 40)); 
030          
031 //      Dimension minimumsize = new Dimension(800, 500); 
032         setDefaultCloseOperation(JFrame.EXIT_ON_CLOSE); 
033  
034         setSize(screenSize); 
035         dataHandling.createDatabaseRelations(); 
036         setDEBUG(true); 
037         //Create and set up the content pane. 
038          
039 //        //Display the window. 
040  
041         JTabbedPane tabbedPane = new JTabbedPane(); 
042  
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043         final InputFirmBoundry firmContent = new 
InputFirmBoundry(screenSize); 
044         firmContent.setDEBUG(true); 
045         firmContent.setOpaque(true); //content panes must be opaque 
046 //      setContentPane(firmContent); 
047         tabbedPane.addTab("Opret Virksomhed", firmContent); 
048         tabbedPane.setMnemonicAt(0, KeyEvent.VK_1); 
049  
050         final InputProcessesBoundry measurementsContent = new 
InputProcessesBoundry(screenSize); 
051         measurementsContent.setDEBUG(true); 
052         measurementsContent.setOpaque(true); //content panes must be 
opaque 
053 //      setContentPane(measurementsContent); 
054         tabbedPane.addTab("Indtast Processer", measurementsContent); 
055         tabbedPane.setMnemonicAt(1, KeyEvent.VK_2); 
056  
057         final ModelBoundry newmodel = new ModelBoundry(screenSize); 
058         newmodel.setDEBUG(true); 
059         newmodel.setOpaque(true); //content panes must be opaque 
060 //      setContentPane(firmContent); 
061         tabbedPane.addTab("Model", newmodel); 
062         tabbedPane.setMnemonicAt(2, KeyEvent.VK_3); 
063          
064         final DisplayFirmsBoundry showfirms = new 
DisplayFirmsBoundry(screenSize); 
065         showfirms.setDEBUG(true); 
066         showfirms.setOpaque(true); //content panes must be opaque 
067 //      setContentPane(firmContent); 
068         tabbedPane.addTab("Vis virksomheds id'er", showfirms); 
069         tabbedPane.setMnemonicAt(3, KeyEvent.VK_4); 
070          
071          
072         add(tabbedPane); 
073 //        pack(); 
074          
075         setVisible(true); 
076          
077     } 
078      
079     /** 
080      * Create the GUI and show it.  For thread safety, 
081       * this method should be invoked from the 
082       * event-dispatching thread. 
083       */ 
084     public static void main(String[] args){ 
085          
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086         //Schedule a job for the event-dispatching thread: 
087         //creating and showing this application's GUI. 
088         javax.swing.SwingUtilities.invokeLater(new Runnable() { 
089             public void run() { 
090                 new MainBoundry(); 
091             } 
092         }); 
093     } 
094      
095  
096          
097     public boolean isDEBUG() { 
098         return this.DEBUG; 
099     } 
100     /** 
101      * Create the GUI and show it.  For thread safety, 
102       * this method should be invoked from the 
103       * event-dispatching thread. 
104       */ 
105     public void setDEBUG(boolean dEBUG) { 
106         this.DEBUG = dEBUG; 
107         if(isDEBUG()){ 
108             this.dataHandling.setDEBUG(dEBUG); 
109         } 
110     } 
111 } 
M.2 – MainController 
001 package datahandlingsystem; 
002  
003  
004 import java.sql.DatabaseMetaData; 
005 import java.sql.ResultSet; 
006 import java.sql.SQLException; 
007 import java.sql.Statement; 
008  
009 import datahandlers.DBConnectable; 
010  
011 public class MainController extends DBConnectable{ 
012      
013     private boolean DEBUG = false; 
014      
015     public MainController (){ 
016         setConnection("Derby"); 
017     } 
018      
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019     public void createDatabaseRelations(){ 
020         if(isConnected()){ 
021             DatabaseMetaData dbmd; 
022             try { 
023                 dbmd = connDerby.getMetaData(); 
024                 ResultSet rs = dbmd.getTables(null, "WHITEBOXAPPX2", 
null, null); 
025                  
026                 if(!rs.next()){ 
027                     createMyRelations(); 
028                     System.out.println("Database was Created"); 
029                     insertCategoriesVariables(); 
030 //                  insertBusinessVariables(); 
031                     insertCMMIProcesses(); 
032                     insertCMMIProcesses(); 
033                 } 
034             } catch (SQLException e) { 
035                 // TODO Auto-generated catch block 
036                 e.printStackTrace(); 
037             } 
038         } 
039     } 
040  
041     private void insertCMMIProcesses(){ 
042         if(isConnected()){ 
043             try { 
044                 Statement stmt1 = connDerby.createStatement(); 
045                 sql = "INSERT INTO whiteboxAppx2.processes 
(\"idProcess\", \"nameProcess\") VALUES" + 
046                         "(1, 'SAM')," + 
047                         "(2, 'PMC')," + 
048                         "(3, 'PP')," + 
049                         "(4, 'RISK')," + 
050                         "(5, 'IPM')," + 
051                         "(6, 'QPM')," + 
052                         "(7, 'REQM')," + 
053                         "(8, 'VAL')," + 
054                         "(9, 'VER')," + 
055                         "(10, 'DI')," + 
056                         "(11, 'TS')," + 
057                         "(12, 'RD')," + 
058                         "(13, 'M&A')," + 
059                         "(14, 'PPQA')," + 
060                         "(15, 'CM')," + 
061                         "(16, 'DAR')," + 
062                         "(17, 'CAR')," + 
063                         "(18, 'OT')," + 
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064                         "(19, 'OPD')," + 
065                         "(20, 'OPF')," + 
066                         "(21, 'OPP')," + 
067                         "(22, 'OID')";   
068                 stmt1.executeUpdate(sql); 
069             } catch (Exception e) { 
070                 // TODO: handle exception 
071                 e.getStackTrace(); 
072             }    
073         } 
074     } 
075      
076     private void insertCategoriesVariables(){ 
077         if(isConnected()){ 
078             try { 
079                 Statement stmt1 = connDerby.createStatement(); 
080  
081                 sql = "INSERT INTO whiteboxAppx2.categories (\"idCat\", 
\"nameCat\") VALUES" + 
082                         "(1, 'Region')," + 
083                         "(2, 'Antal Ansatte der udvikler')," + 
084                         "(3, 'Virksomhedstype')," + 
085                         "(4, 'Assesments type')," + 
086                         "(5, 'Genn. alder (personale)')," + 
087                         "(6, 'Leverencetype')"; 
088      
089                 stmt1.executeUpdate(sql); 
090                 Statement stmt2 = connDerby.createStatement();                       
091                 sql =   "INSERT INTO whiteboxAppx2.variables (\"idVar\", 
\"idCat\", \"nameVar\") VALUES" + 
092                         "(1, 1, 'Nordjylland')," + 
093                         "(2, 1, 'Midtjylland')," + 
094                         "(3, 1, 'Sønderjylland')," + 
095                         "(4, 1, 'Fyn')," + 
096                         "(5, 1, 'Hovedstaden')," + 
097                         "(6, 1, 'Sjælland')," + 
098                         "(7, 1, 'Rest world')," + 
099                         "(1, 2, 'x<10')," + 
100                         "(2, 2, '11<x<25')," + 
101                         "(3, 2, '26<x<50')," + 
102                         "(4, 2, '51<x<100')," + 
103                         "(5, 2, '101<x<250')," + 
104                         "(6, 2, 'x>251')," + 
105 //                      "(7, 2, 'Falster')," + 
106                         "(1, 3, 'IT')," + 
107                         "(2, 3, 'Finans')," + 
108                         "(3, 3, 'Elektronik')," + 
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109                         "(4, 3, 'Bygge/Inst')," + 
110                         "(5, 3, 'Rest industri')," + 
111                         "(6, 3, 'Offentlig')," + 
112                         "(7, 3, 'Andet')," + 
113                         "(1, 4, 'Self')," + 
114                         "(2, 4, 'Brief')," + 
115                         "(3, 4, 'Light')," + 
116                         "(4, 4, 'Full')," + 
117                         "(5, 4, 'Certified')," + 
118                         "(6, 4, 'Focused')," + 
119                         "(7, 4, 'Andet')," + 
120                         "(1, 5, 'x<30')," + 
121                         "(2, 5, '31<x<35')," + 
122                         "(3, 5, '36<x<40')," + 
123                         "(4, 5, '41<x<45')," + 
124                         "(5, 5, '46<x<50')," + 
125                         "(6, 5, '51<x')," + 
126 //                      "(7, 5, 'Falster')," + 
127                         "(1, 6, 'Udvikling')," + 
128                         "(2, 6, 'Projekter')," + 
129                         "(3, 6, 'Service')," + 
130                         "(4, 6, 'Andet')"; 
131                 stmt2.executeUpdate(sql); 
132             } catch (Exception e) { 
133                 // TODO: handle exception 
134             }    
135         } 
136     } 
137          
138     private void createMyRelations() { 
139         if(isConnected()){ 
140             Statement stmtSCHEMA; 
141             Statement stmtBusinessDataset; 
142             Statement stmtBusinesses; 
143             Statement stmtCategories; 
144             Statement stmtVariables; 
145             Statement stmtCompanyEntry; 
146             Statement stmtCMMIprocesses; 
147             try { 
148                 stmtSCHEMA = connDerby.createStatement(); 
149                 sql = "CREATE SCHEMA WHITEBOXAPPX2"; 
150                 stmtSCHEMA.executeUpdate(sql); 
151                  
152                 stmtBusinessDataset = connDerby.createStatement(); 
153                 sql = "CREATE TABLE whiteboxAppx2.businessdataset (" + 
154                           "\"idVar\" INTEGER NOT NULL," + 
155                           "\"idCat\" INTEGER NOT NULL," + 
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156                           "\"idBus\" INTEGER NOT NULL," + 
157                           "PRIMARY KEY (\"idVar\",\"idBus\",\"idCat\")" + 
158                         ") "; 
159                 stmtBusinessDataset.executeUpdate(sql); 
160                          
161                 stmtBusinesses = connDerby.createStatement(); 
162                 sql = "CREATE TABLE whiteboxAppx2.businesses (" + 
163                           "\"idBus\" INTEGER NOT NULL," + 
164                           "\"year\" INTEGER NOT NULL," + 
165                           "\"quarter\" VARCHAR(255) NOT NULL," + 
166                           "\"maturityLevel\" FLOAT," + 
167                           "PRIMARY KEY (\"idBus\")" + 
168                         ") "; 
169                 stmtBusinesses.executeUpdate(sql); 
170                          
171                 stmtCategories = connDerby.createStatement(); 
172                 sql = "CREATE TABLE  whiteboxAppx2.categories (" + 
173                           "\"idCat\" INTEGER NOT NULL," + 
174                           "\"nameCat\" VARCHAR(255) NOT NULL," + 
175                           "PRIMARY KEY (\"idCat\")" + 
176                         ") "; 
177                 stmtCategories.executeUpdate(sql); 
178                          
179                 stmtVariables = connDerby.createStatement(); 
180                 sql = "CREATE TABLE whiteboxAppx2.variables (" + 
181                           "\"idVar\" INTEGER NOT NULL," + 
182                           "\"idCat\" INTEGER NOT NULL," + 
183                           "\"nameVar\" VARCHAR(255) NOT NULL," + 
184                           "PRIMARY KEY (\"idVar\",\"idCat\")" + 
185                         ") "; 
186                 stmtVariables.execute(sql); 
187                 stmtCompanyEntry = connDerby.createStatement(); 
188                 sql = "CREATE TABLE whiteboxAppx2.score (" + 
189                           "\"idProcess\" INTEGER NOT NULL," + 
190                           "\"idBus\" INTEGER NOT NULL," + 
191                           "\"score1\" FLOAT NOT NULL," + 
192                           "\"score2\" FLOAT NOT NULL," + 
193                           "\"score3\" FLOAT NOT NULL," + 
194                           "PRIMARY KEY (\"idProcess\",\"idBus\")" + 
195                         ") "; 
196                 stmtCompanyEntry.execute(sql); 
197                 stmtCMMIprocesses = connDerby.createStatement(); 
198                 sql = "CREATE TABLE whiteboxAppx2.processes (" + 
199                           "\"idProcess\" INTEGER NOT NULL," + 
200                           "\"nameProcess\" VARCHAR(255) NOT NULL," + 
201                           "PRIMARY KEY (\"idProcess\")" + 
202                         ") "; 
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203                 stmtCMMIprocesses.execute(sql); 
204             } catch (SQLException e) { 
205                 // TODO Auto-generated catch block 
206                 e.printStackTrace(); 
207             } 
208         } 
209     } 
210  
211  
212     public boolean isDEBUG() { 
213         return DEBUG; 
214     } 
215  
216     public void setDEBUG(boolean dEBUG) { 
217         this.DEBUG = dEBUG; 
218         if(isDEBUG()){ 
219             this.dataHandler.setDEBUG(dEBUG); 
220         } 
221     } 
222      
223 } 
M.3 – InputFirmBoundary 
001 package datahandlingsystem; 
002  
003  
004 import guiutilities.TableGrid; 
005  
006 import java.awt.Dimension; 
007 import java.util.ArrayList; 
008 import java.util.Calendar; 
009 import java.util.Vector; 
010  
011 import javax.swing.DefaultCellEditor; 
012 import javax.swing.JButton; 
013 import javax.swing.JComboBox; 
014 import javax.swing.JOptionPane; 
015 import javax.swing.JPanel; 
016 import javax.swing.table.DefaultTableCellRenderer; 
017 import javax.swing.table.TableColumn; 
018 import javax.swing.table.TableColumnModel; 
019  
020 import datastructure.Category; 
021 import datastructure.CompanyEntry; 
022 import datastructure.Item; 
023 import datastructure.Variable; 
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024  
025  
026 public class InputFirmBoundry extends JPanel{ 
027  
028     private boolean DEBUG = false; 
029     private Dimension screenSize; 
030     public static JButton syncBtn, saveBtn, addBtn, removeBtn; 
031     private InputFirmController dataHandling = new InputFirmController(); 
032     public InputFirmController getDataHandling() { 
033         return dataHandling; 
034     } 
035  
036     public void setDataHandling(InputFirmController dataHandling) { 
037         this.dataHandling = dataHandling; 
038     } 
039  
040     public ArrayList<Category> categories; 
041     public ArrayList<String> categoriesNames; 
042     public ArrayList<CompanyEntry> entries; 
043     private int categoryColumnStart = 3; 
044     private TableGrid table; 
045     private int error = 0; 
046     public int errorResult; 
047     private String errorScore = ""; 
048     private Object errorValue = 0; 
049     private JPanel savedInput; 
050      
051     public InputFirmBoundry(Dimension minimumsize){ 
052         this.screenSize = minimumsize.getSize(); 
053         this.screenSize.setSize(screenSize.getWidth() * 0.90, 
screenSize.getHeight() * 0.15); 
054         dataHandling.setConnection("derby");  
055         categories = dataHandling.selectCategoriesLocally(); 
056         int maxColumns = categories.size(); 
057         table = new TableGrid(maxColumns+categoryColumnStart, 1, 
this.screenSize); 
058  
059         setUpColumnNames(); 
060  
061         setUpCategoryVariables(); 
062         setupButtons(); 
063         add(table); 
064     } 
065      
066     private void setupButtons(){ 
067         saveBtn = new JButton("Gem lokalt"); 
068  
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069       saveBtn.setToolTipText("Gem på den lokale maskine"); // Adding Tool 
070       this.add(saveBtn); 
071         saveBtn.addActionListener(new java.awt.event.ActionListener() { 
072           @Override 
073           public void actionPerformed(java.awt.event.ActionEvent evt) { 
074  
075               handleProcessScores(); 
076           } 
077       }); 
078  
079         removeBtn = new JButton("Clear"); 
080         removeBtn.setToolTipText("Fjern tekst"); // Adding Tool 
081         this.add(removeBtn); 
082         removeBtn.addActionListener(new java.awt.event.ActionListener() { 
083             @Override 
084             public void actionPerformed(java.awt.event.ActionEvent evt) { 
085                 table.resetData(); 
086                 setUpCategoryVariables(); 
087             } 
088         }); 
089          
090     public void setUpColumnNames(){ 
091         table.model.setColumnAt("ID", 0); 
092         table.model.setColumnAt("År", 1); 
093         table.model.setColumnAt("Kvartal", 2); 
094         int column = categoryColumnStart; 
095         for(Category cat : categories){ 
096             table.model.setColumnAt(cat.name, column); 
097 //          categoriesNames.add(cat.name); 
098             column++; 
099         } 
100     } 
101      
102     public void setUpCategoryVariables(){ 
103         int column = categoryColumnStart; 
104         for(Category cat : categories){ 
105             setUpComboBox(table.table.getColumnModel(), cat, column, 
cat.id); 
106             column++; 
107         } 
108     } 
109      
110     private void setUpComboBox(TableColumnModel columnModel, 
ArrayList<Variable> data, int column, int idCat){ 
111         TableColumn columnComboBox = columnModel.getColumn(column); 
112         Vector<Item> comboBoxModel = new Vector<Item>(); 
113         for(Variable var : data){ 
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114             comboBoxModel.addElement(new Item(var.name, var.id, idCat));     
115         } 
116         JComboBox<Item> comboBox = new JComboBox<Item>(comboBoxModel); 
117 //      allComboBox.add(comboBox); 
118         columnComboBox.setCellEditor(new DefaultCellEditor(comboBox)); 
119         DefaultTableCellRenderer renderer = 
120                 new DefaultTableCellRenderer(); 
121         renderer.setToolTipText("Click for combo box"); 
122         columnComboBox.setCellRenderer(renderer); 
123     } 
124  
125     public void handleProcessScores(){ 
126         ArrayList<CompanyEntry> companies = new 
ArrayList<CompanyEntry>(); 
127         String idBus = null, year = null, quater = null; 
128         int currentYear = 0, currentQuater = 0; 
129         outerloop: 
130         for(int row = 0; row < table.model.getRowCount(); row++){ 
131             System.out.println("row: " + row); 
132              
133             // IdBus 
134             try{ 
135                 idBus = (String) table.model.getValueAt(row,0); 
136                 idBus = idBus.trim(); 
137                 if(Integer.parseInt((String) idBus) <= 0){ 
138                     errorValue = "Virksomheds id skal være et positivt 
tal støre end 0"; 
139                     error = 11; 
140                     break outerloop; 
141                 } 
142             } catch (NumberFormatException e){ 
143                 if (idBus.equals("")) 
144                     errorValue = "Der er ikke indtastet et gyldigt ID"; 
145                 else if (idBus.matches("[0-9]+")){ 
146                  if(Float.parseFloat((String) idBus) > 2147483647.0) 
147                     errorValue = "Den indtastede værdi er uden for 
databasens rækkevidde";     
148                 } 
149                 else 
150                     errorValue = "Der er ikke indtastet et gyldigt ID"; 
151                 this.error = 4; 
152                 errorResult = error; 
153                 break outerloop; 
154             } 
155              
156             // Year 
157             try{ 
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158                 year = (String) table.model.getValueAt(row, 1); 
159                 year = year.trim(); 
160                 currentYear = Calendar.getInstance().get(Calendar.YEAR); 
161                 currentQuater = 
Calendar.getInstance().get(Calendar.MONTH) / 3 + 1; 
162                 if(Integer.parseInt(year) > currentYear){ 
163                     errorValue = "Året ligger ude i fremtiden"; 
164                     error = 2; 
165                     break outerloop; 
166                 } 
167                 else if(Integer.parseInt(year) < 1949){ 
168                     errorValue = "Systemet godtager kun årstal efter 
1949"; 
169                     error = 10; 
170                      
171                     break outerloop; 
172                 } 
173             } catch (NumberFormatException e){ 
174                 if (!year.matches("[0-9]+")) 
175                 errorValue = "year kan kun bestå af tal";   
176                 else 
177                 errorValue = "Der er ikke indtastet et gyldigt År"; 
178                 error = 4; 
179                 break outerloop; 
180             } 
181              
182             // Quater 
183             try{ 
184                 quater = (String) table.model.getValueAt(row,2); 
185                 quater = quater.trim(); 
186                 if(Integer.parseInt(quater) < 1 || 
Integer.parseInt(quater) > 4){ 
187                     errorValue = "Kvartalet skal være mellem fra 1 og 4 
"; 
188                     error = 8; 
189                     break outerloop; 
190                 } 
191                 else if(Integer.parseInt(year) == currentYear && 
Integer.parseInt(quater) > currentQuater){ 
192                     errorValue = "Kvartalet ligger ude i fremtiden"; 
193                     error = 9; 
194                     break outerloop; 
195                 } 
196             } catch (NumberFormatException e){ 
197                 if (!quater.matches("[0-9]+")) 
198                     errorValue = "Kvartalet  kan kun bestå af numre";   
199                 else 
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200                     errorValue = "Der er ikke indtastet et gyldigt 
Kvartal"; 
201                     error = 4; 
202                 break outerloop; 
203             } 
204              
205             companies.add(new CompanyEntry(Integer.parseInt(idBus), 
Integer.parseInt(year), quater)); 
206             for(int col = 3, index = 0; col < 
table.model.getColumnCount(); col++, index++){ 
207                 try{ 
208                     companies.get(row).add(((Item) 
table.model.getValueAt(row, col)));                   
209                 } catch(ClassCastException e){ 
210                     if(table.model.getValueAt(row,col) == "") 
211                         errorValue = "Der var ingen værdi valgt for: " + 
table.model.getColumnName(col); 
212                     else 
213                         errorValue = table.model.getValueAt(row,col); 
214                     error = 6; 
215                     System.out.println(errorValue); 
216                     break outerloop; 
217                 } catch(NullPointerException e){ 
218                     if(table.model.getValueAt(row,col) == "") 
219                         errorValue = "Der var ingen værdi valgt"; 
220                     else 
221                         errorValue = "Der var ikke valgt en værdi for: " 
+ table.model.getColumnName(col); 
222                     error = 7; 
223                     System.out.println(errorValue); 
224                     break outerloop; 
225                 }  
226                  
227             } 
228         } 
229          
230         System.out.println(error); 
231         System.out.println(errorValue); 
232          
233         if(error == 4 || error == 6 || error == 2 || error == 5 || error 
== 8 || error == 9 || error == 10 || error == 11 || error == 7){ 
234             JOptionPane.showMessageDialog(table, errorValue); 
235         } else { 
236             dataHandling.newCompanyEntry(companies); 
237             if(dataHandling.isError()) { 
238                 if(dataHandling.getErrorCode().equals("23505")){ 
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239                     errorValue = "Det indskrevne id eksistere allerede i 
Databasen"; 
240                     JOptionPane.showMessageDialog(table,errorValue ); 
241                     error = 12; 
242                 } 
243             } else { 
244                 showStoreInput(companies); 
245                 error = 0; 
246             } 
247             dataHandling.setError(false); 
248         } 
249         if(!DEBUG) 
250             error = 0; 
251     } 
252      
253     public TableGrid getTable() { 
254         return table; 
255     } 
256  
257     public void setTable(TableGrid table) { 
258         this.table = table; 
259     } 
260  
261     public int getError() { 
262         return error; 
263     } 
264  
265     public void setError(int error) { 
266         this.error = error; 
267     } 
268  
269     public void showStoreInput(ArrayList<CompanyEntry> companies){ 
270         String message = ""; 
271         for(CompanyEntry entry : companies){ 
272             message += "Firm ID: " + entry.toString(); 
273             message += "\n Year: " + entry.getYear(); 
274             message += "\n Quater: " + entry.getQuarter(); 
275             for(Item item : entry){ 
276                 message += "\n Variable: " + item.toString(); 
277                 message += "\n id of Variable: " + item.getIdVar(); 
278             } 
279         }        
280         JOptionPane.showMessageDialog(table, message); 
281     } 
282      
283     public boolean isDEBUG() { 
284         return DEBUG; 
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285     } 
286  
287     public void setDEBUG(boolean dEBUG) { 
288         DEBUG = dEBUG; 
289     } 
290  
291 } 
M.4 – InputFirmBoundaryJUnit 
001 package datahandlingsystem; 
002  
003 import static org.junit.Assert.assertEquals; 
004 import guiutilities.TableGrid; 
005  
006 import java.awt.Dimension; 
007  
008 import org.junit.Test; 
009  
010 import datastructure.Item; 
011  
012 public class InputFirmBoundryJUnit { 
013  
014 public  int idBus = 1000107;     
015 Object objectOfidBus = ""+idBus; 
016 Object Year =""+2015; 
017 Object Quater=""+2; 
018 /* 
019  * Blackbox testing 
020  */ 
021     @Test 
022     public void BBTestIdBus1() { 
023         /* 
024          * Test what happens if there is no idBus 
025          */ 
026         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
027         ifb.setDEBUG(true); 
028         TableGrid tableNew = ifb.getTable(); 
029         tableNew.model.setValueAt("", 0, 0); 
030         tableNew.model.setValueAt(Year, 0, 1); 
031         tableNew.model.setValueAt(Quater, 0, 2); 
032         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
033         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
034         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
035         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
036         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
037         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
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038         ifb.setTable(tableNew); 
039         ifb.handleProcessScores(); 
040         assertEquals(ifb.getError(), 4); 
041     } 
042     @Test 
043     public void BBTestIdBus2() { 
044         /* 
045          * Test what happens if idBus is negative 
046          */ 
047         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
048         ifb.setDEBUG(true); 
049         TableGrid tableNew = ifb.getTable(); 
050         tableNew.model.setValueAt(((Object)"-1"), 0, 0); 
051         tableNew.model.setValueAt(Year, 0, 1); 
052         tableNew.model.setValueAt(Quater, 0, 2); 
053         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
054         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
055         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
056         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
057         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
058         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
059         ifb.setTable(tableNew); 
060         ifb.handleProcessScores(); 
061         assertEquals(ifb.getError(), 11); 
062     } 
063     @Test 
064     public void BBTestIdBus3() { 
065         /* 
066          * Test what happens if idBus is 0 
067          */ 
068         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
069         ifb.setDEBUG(true); 
070         TableGrid tableNew = ifb.getTable(); 
071         tableNew.model.setValueAt(((Object)"0"), 0, 0); 
072         tableNew.model.setValueAt(Year, 0, 1); 
073         tableNew.model.setValueAt(Quater, 0, 2); 
074         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
075         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
076         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
077         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
078         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
079         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
080         ifb.setTable(tableNew); 
081         ifb.handleProcessScores(); 
082         assertEquals(11, ifb.getError()); 
083     } 
084     @Test 
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085     public void BBTestIdBus4() { 
086         /* 
087          * Test what happens if idBus already excist  
088          */ 
089      
090         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
091         boolean check = ifb.getDataHandling().sqlDeleteidBus(idBus); 
092         System.out.println(check); 
093         ifb.setDEBUG(true); 
094         TableGrid tableNew = ifb.getTable(); 
095         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
096         tableNew.model.setValueAt(Year, 0, 1); 
097         tableNew.model.setValueAt(Quater, 0, 2); 
098         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
099         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
100         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
101         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
102         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
103         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
104         ifb.setTable(tableNew); 
105         ifb.handleProcessScores(); 
106         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
107         ifb.setTable(tableNew); 
108         ifb.handleProcessScores(); 
109         int error = ifb.getError(); 
110         System.out.println("error "+error); 
111 //      assertEquals(Integer.parseInt((String) j), 5); 
112          
113         assertEquals(error, 12); 
114  
115          
116     }    
117     @Test 
118     public void BBTestIdBus5() { 
119          
120         /* 
121          * Test that idBus can be bigger the a million 
122          */ 
123         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
124         ifb.getDataHandling().sqlDeleteidBus(idBus); 
125         ifb.setDEBUG(true); 
126         TableGrid tableNew = ifb.getTable(); 
127         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
128         tableNew.model.setValueAt(Year, 0, 1); 
129         tableNew.model.setValueAt(Quater, 0, 2); 
130         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
131         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
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132         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
133         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
134         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
135         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
136         ifb.setTable(tableNew); 
137         ifb.handleProcessScores(); 
138         int error = ifb.getError(); 
139 //      while(error == 12){ 
140 //          idBus++; 
141 //          j = ""+idBus; 
142 //          tableNew.model.setValueAt(j, 0, 0); 
143 //          ifb.setTable(tableNew); 
144 //          ifb.handleProcessScores(); 
145 //          error = ifb.getError(); 
146 //          if (error == 0) 
147 //              break; 
148 //      } 
149         System.out.println("error "+error); 
150 //      assertEquals(Integer.parseInt((String) j), 5); 
151          
152         assertEquals(error, 0); 
153  
154     } 
155     @Test 
156     public void BBTestYear1() { 
157         /* 
158          * Test what happens if there is no Year 
159          */ 
160         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
161         ifb.setDEBUG(true); 
162         TableGrid tableNew = ifb.getTable(); 
163         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
164         tableNew.model.setValueAt("", 0, 1); 
165         tableNew.model.setValueAt(Quater, 0, 2); 
166         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
167         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
168         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
169         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
170         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
171         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
172         ifb.setTable(tableNew); 
173         ifb.handleProcessScores(); 
174         assertEquals(ifb.getError(), 4); 
175     } 
176      
177     @Test 
178     public void BBTestYear3() { 
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179         /* 
180          * Test what happens if Year is current year 
181          */ 
182         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
183         ifb.getDataHandling().sqlDeleteidBus(idBus); 
184         ifb.setDEBUG(true); 
185         TableGrid tableNew = ifb.getTable(); 
186         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
187         tableNew.model.setValueAt(Year, 0, 1); 
188         tableNew.model.setValueAt(Quater, 0, 2); 
189         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
190         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
191         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
192         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
193         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
194         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
195         ifb.setTable(tableNew); 
196         ifb.handleProcessScores(); 
197         assertEquals(ifb.getError(), 0); 
198     } 
199     @Test 
200     public void BBTestYear4() { 
201         /* 
202          * Test what happens if year is bigger then current year 
203          */ 
204         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
205         ifb.setDEBUG(true); 
206         TableGrid tableNew = ifb.getTable(); 
207         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
208         tableNew.model.setValueAt(((Object)"2016"), 0, 1); 
209         tableNew.model.setValueAt(Quater, 0, 2); 
210         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
211         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
212         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
213         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
214         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
215         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
216         ifb.setTable(tableNew); 
217         ifb.handleProcessScores(); 
218         assertEquals(ifb.getError(), 2); 
219 //      ifb.getDataHandling().sqlDeleteidBus(idBus); 
220     } 
221     @Test 
222     public void BBTestYear5() { 
223         /* 
224          * Test that year can't be negative 
225          */ 
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226         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
227         ifb.setDEBUG(true); 
228         TableGrid tableNew = ifb.getTable(); 
229         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
230         tableNew.model.setValueAt(((Object)"-2016"), 0, 1); 
231         tableNew.model.setValueAt(Quater, 0, 2); 
232         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
233         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
234         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
235         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
236         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
237         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
238         ifb.setTable(tableNew); 
239         ifb.handleProcessScores(); 
240         assertEquals(ifb.getError(), 10); 
241 //      ifb.getDataHandling().sqlDeleteidBus(idBus); 
242     } 
243     @Test 
244     public void BBTestQuater1() { 
245         /* 
246          * Test what happens if there is no Quater 
247          */ 
248         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
249         ifb.setDEBUG(true); 
250         TableGrid tableNew = ifb.getTable(); 
251         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
252         tableNew.model.setValueAt(Year, 0, 1); 
253         tableNew.model.setValueAt("", 0, 2); 
254         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
255         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
256         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
257         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
258         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
259         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
260         ifb.setTable(tableNew); 
261         ifb.handleProcessScores(); 
262         assertEquals(ifb.getError(), 4); 
263 //      ifb.getDataHandling().sqlDeleteidBus(idBus); 
264     } 
265     @Test 
266     public void TestQuater2v1() { 
267         /* 
268          * Test that Quater can't be negative  
269          */ 
270         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
271         ifb.setDEBUG(true); 
272         TableGrid tableNew = ifb.getTable(); 
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273         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
274         tableNew.model.setValueAt(Year, 0, 1); 
275         tableNew.model.setValueAt(((Object)"-2"), 0, 2); 
276         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
277         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
278         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
279         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
280         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
281         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
282         ifb.setTable(tableNew); 
283         ifb.handleProcessScores(); 
284         assertEquals(ifb.getError(), 8); 
285 //      ifb.getDataHandling().sqlDeleteidBus(idBus); 
286     } 
287     @Test 
288     public void TestQuater2v2() { 
289         /* 
290          * Test that Quater can't be 0  
291          */ 
292         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
293         ifb.setDEBUG(true); 
294         TableGrid tableNew = ifb.getTable(); 
295         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
296         tableNew.model.setValueAt(Year, 0, 1); 
297         tableNew.model.setValueAt(((Object)"0"), 0, 2); 
298         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
299         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
300         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
301         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
302         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
303         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
304         ifb.setTable(tableNew); 
305         ifb.handleProcessScores(); 
306         assertEquals(ifb.getError(), 8); 
307 //      ifb.getDataHandling().sqlDeleteidBus(idBus); 
308     } 
309     @Test 
310     public void BBTestQuater3() { 
311         /* 
312          * Test that Quater can't be bigger than 4 
313          */ 
314         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
315         ifb.setDEBUG(true); 
316         TableGrid tableNew = ifb.getTable(); 
317         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
318         tableNew.model.setValueAt(Year, 0, 1); 
319         tableNew.model.setValueAt(((Object)"5"), 0, 2); 
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320         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
321         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
322         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
323         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
324         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
325         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
326         ifb.setTable(tableNew); 
327         ifb.handleProcessScores(); 
328         assertEquals(ifb.getError(), 8); 
329 //      ifb.getDataHandling().sqlDeleteidBus(idBus); 
330     } 
331     @Test 
332     public void BBTestQuater4v1() { 
333         /* 
334          * Test that Quater can be 1 
335          */ 
336         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
337         ifb.getDataHandling().sqlDeleteidBus(idBus); 
338         ifb.setDEBUG(true); 
339         TableGrid tableNew = ifb.getTable(); 
340         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
341         tableNew.model.setValueAt(Year, 0, 1); 
342         tableNew.model.setValueAt(((Object)"1"), 0, 2); 
343         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
344         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
345         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
346         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
347         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
348         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
349         ifb.setTable(tableNew); 
350         ifb.handleProcessScores(); 
351         assertEquals(ifb.getError(), 0); 
352     } 
353     @Test 
354     public void BBTestQuater4v2() { 
355         /* 
356          * Test that Quater can be 2 
357          */ 
358         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
359         ifb.getDataHandling().sqlDeleteidBus(idBus); 
360         ifb.setDEBUG(true); 
361         TableGrid tableNew = ifb.getTable(); 
362         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
363         tableNew.model.setValueAt(Year, 0, 1); 
364         tableNew.model.setValueAt(Quater, 0, 2); 
365         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
366         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
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367         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
368         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
369         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
370         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
371         ifb.setTable(tableNew); 
372         ifb.handleProcessScores(); 
373         assertEquals(ifb.getError(), 0); 
374     } 
375     @Test 
376     public void BBTestQuater4v3() { 
377         /* 
378          * Test that Quater can be 3 
379          */ 
380         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
381         ifb.getDataHandling().sqlDeleteidBus(idBus); 
382         ifb.setDEBUG(true); 
383         TableGrid tableNew = ifb.getTable(); 
384         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
385         tableNew.model.setValueAt(((Object)"2014"), 0, 1); 
386         tableNew.model.setValueAt(((Object)"3"), 0, 2); 
387         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
388         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
389         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
390         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
391         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
392         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
393         ifb.setTable(tableNew); 
394         ifb.handleProcessScores(); 
395         assertEquals(ifb.getError(), 0); 
396     } 
397     @Test 
398     public void BBTestQuater4v4() { 
399         /* 
400          * Test that Quater can be 4 
401          */ 
402         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
403         ifb.getDataHandling().sqlDeleteidBus(idBus); 
404         ifb.setDEBUG(true); 
405         TableGrid tableNew = ifb.getTable(); 
406         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
407         tableNew.model.setValueAt(((Object)"2014"), 0, 1); 
408         tableNew.model.setValueAt(((Object)"4"), 0, 2); 
409         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
410         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
411         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
412         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
413         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
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414         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
415         ifb.setTable(tableNew); 
416         ifb.handleProcessScores(); 
417         assertEquals(ifb.getError(), 0); 
418     } 
419     @Test 
420     public void BBTestCategoriesVariables1() { 
421         /* 
422          * Test what happens if there is no idBus 
423          */ 
424         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
425         ifb.setDEBUG(true); 
426         TableGrid tableNew = ifb.getTable(); 
427         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
428         tableNew.model.setValueAt(((Object)"2014"), 0, 1); 
429         tableNew.model.setValueAt(((Object)"4"), 0, 2); 
430 //      tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
431         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
432         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
433         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
434         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
435         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
436         ifb.setTable(tableNew); 
437         ifb.handleProcessScores(); 
438         assertEquals(ifb.getError(), 6); 
439 //      ifb.getDataHandling().sqlDeleteidBus(idBus); 
440     } 
441     @Test 
442     public void BBTestCategoriesVariables2() { 
443         /* 
444          * Test what happens if there is no idBus 
445          */ 
446         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
447         ifb.getDataHandling().sqlDeleteidBus(idBus); 
448         ifb.setDEBUG(true); 
449         TableGrid tableNew = ifb.getTable(); 
450         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
451         tableNew.model.setValueAt(((Object)"2014"), 0, 1); 
452         tableNew.model.setValueAt(((Object)"4"), 0, 2); 
453         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
454         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
455         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
456         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
457         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
458         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
459         ifb.setTable(tableNew); 
460         ifb.handleProcessScores(); 
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461         assertEquals(ifb.getError(), 0); 
462     } 
463     /* 
464      * WhiteBox testing 
465      */ 
466     @Test 
467     public void WBTestIdBus1v1() { 
468         /* 
469          * Test that idbus can't contain anything but numbers 
470          */ 
471         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
472         ifb.setDEBUG(true); 
473         objectOfidBus = "s"; 
474         TableGrid tableNew = ifb.getTable(); 
475         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
476         tableNew.model.setValueAt(Year, 0, 1); 
477         tableNew.model.setValueAt(Quater, 0, 2); 
478         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
479         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
480         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
481         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
482         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
483         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
484         ifb.setTable(tableNew); 
485         ifb.handleProcessScores(); 
486         assertEquals(ifb.getError(), 4); 
487     } 
488     @Test 
489     public void WBTestIdBus1v2() { 
490         /* 
491          * Test that idbus can't contain anything but numbers 
492          */ 
493         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
494         ifb.setDEBUG(true); 
495         objectOfidBus = "+"; 
496         TableGrid tableNew = ifb.getTable(); 
497         tableNew.model.setValueAt("", 0, 0); 
498         tableNew.model.setValueAt(Year, 0, 1); 
499         tableNew.model.setValueAt(Quater, 0, 2); 
500         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
501         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
502         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
503         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
504         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
505         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
506         ifb.setTable(tableNew); 
507         ifb.handleProcessScores(); 
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508         assertEquals(ifb.getError(), 4); 
509     } 
510      
511     @Test 
512     public void WBTestIdBus1v3() { 
513         /* 
514          * Test that idbus can't contain anything but numbers 
515          */ 
516         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
517         objectOfidBus="#¤%&/()=?!><\"-_*'^¨"; 
518         ifb.setDEBUG(true); 
519         TableGrid tableNew = ifb.getTable(); 
520         tableNew.model.setValueAt("", 0, 0); 
521         tableNew.model.setValueAt(Year, 0, 1); 
522         tableNew.model.setValueAt(Quater, 0, 2); 
523         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
524         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
525         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
526         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
527         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
528         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
529         ifb.setTable(tableNew); 
530         ifb.handleProcessScores(); 
531         assertEquals(ifb.getError(), 4); 
532     } 
533     @Test 
534     public void WBTestIdBus2() { 
535         /* 
536          * Test what happens if idBus is negative 
537          */ 
538         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
539         ifb.setDEBUG(true); 
540         TableGrid tableNew = ifb.getTable(); 
541         tableNew.model.setValueAt(((Object)"2147483648"), 0, 0); 
542         tableNew.model.setValueAt(Year, 0, 1); 
543         tableNew.model.setValueAt(Quater, 0, 2); 
544         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
545         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
546         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
547         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
548         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
549         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
550         ifb.setTable(tableNew); 
551         ifb.handleProcessScores(); 
552         assertEquals(ifb.getError(), 4); 
553     } 
554     @Test 
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555     public void WBTestYear1() { 
556         /* 
557          * Test what happens if idBus is negative 
558          */ 
559         Year = "s"; 
560         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
561         ifb.setDEBUG(true); 
562         TableGrid tableNew = ifb.getTable(); 
563         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
564         tableNew.model.setValueAt(Year, 0, 1); 
565         tableNew.model.setValueAt(Quater, 0, 2); 
566         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
567         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
568         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
569         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
570         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
571         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
572         ifb.setTable(tableNew); 
573         ifb.handleProcessScores(); 
574         assertEquals(ifb.getError(), 4); 
575     } 
576     @Test 
577     public void WBTestYear2() { 
578         /* 
579          * Test what happens if Year is 1950 
580          */ 
581         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
582         ifb.getDataHandling().sqlDeleteidBus(idBus); 
583         ifb.setDEBUG(true); 
584         TableGrid tableNew = ifb.getTable(); 
585         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
586         tableNew.model.setValueAt(((Object)"1950"), 0, 1); 
587         tableNew.model.setValueAt(Quater, 0, 2); 
588         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
589         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
590         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
591         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
592         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
593         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
594         ifb.setTable(tableNew); 
595         ifb.handleProcessScores(); 
596         assertEquals(ifb.getError(), 0); 
597     } 
598     @Test 
599     public void WBTestQuater1() { 
600         /* 
601          * Test what happens if idBus is negative 
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602          */ 
603         Quater = "s"; 
604         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
605         ifb.setDEBUG(true); 
606         TableGrid tableNew = ifb.getTable(); 
607         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
608         tableNew.model.setValueAt(Year, 0, 1); 
609         tableNew.model.setValueAt(Quater, 0, 2); 
610         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
611         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
612         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
613         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
614         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
615         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
616         ifb.setTable(tableNew); 
617         ifb.handleProcessScores(); 
618         assertEquals(ifb.getError(), 4); 
619     } 
620     @Test 
621     public void WBTestQuater2() { 
622         /* 
623          * Test what happens if idBus is negative 
624          */ 
625         Quater = ""+3; 
626         InputFirmBoundry ifb = new InputFirmBoundry(new Dimension(0,0)); 
627         ifb.setDEBUG(true); 
628         TableGrid tableNew = ifb.getTable(); 
629         tableNew.model.setValueAt(objectOfidBus, 0, 0); 
630         tableNew.model.setValueAt(Year, 0, 1); 
631         tableNew.model.setValueAt(Quater, 0, 2); 
632         tableNew.model.setValueAt(new Item("Fyn", 4,1), 0, 3); 
633         tableNew.model.setValueAt(new Item("x<10", 1,2), 0, 4); 
634         tableNew.model.setValueAt(new Item("IT", 1,3), 0, 5); 
635         tableNew.model.setValueAt(new Item("Self", 1,4), 0, 6); 
636         tableNew.model.setValueAt(new Item("x<30", 1,5), 0, 7); 
637         tableNew.model.setValueAt(new Item("Udvikling", 1,6), 0, 8); 
638         ifb.setTable(tableNew); 
639         ifb.handleProcessScores(); 
640         assertEquals(ifb.getError(), 9); 
641     } 
642 } 
M.5 – InputFirmController 
001 package datahandlingsystem; 
002  
003  
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004 import java.sql.ResultSet; 
005 import java.sql.SQLException; 
006 import java.sql.Statement; 
007 import java.util.ArrayList; 
008  
009 import datahandlers.DBConnectable; 
010 import datastructure.Category; 
011 import datastructure.CompanyEntry; 
012 import datastructure.Item; 
013  
014  
015 public class InputFirmController extends DBConnectable{ 
016  
017     private boolean DEBUG = false, error = false; 
018     private String errorCode; 
019     public boolean isError() { 
020         return error; 
021     } 
022  
023     public void setError(boolean error) { 
024         this.error = error; 
025     } 
026  
027     public String getErrorCode() { 
028         return errorCode; 
029     } 
030  
031     public void setErrorCode(String errorCode) { 
032         this.errorCode = errorCode; 
033     } 
034  
035     public boolean sqlDeleteidBus(int idBus){ 
036         Statement stmt; 
037         try { 
038             Statement stmt2 = connDerby.createStatement(); 
039             sql = "SELECT \"idBus\" FROM WHITEBOXAPPX2.businesses WHERE 
\"idBus\"="+idBus; 
040             ResultSet resultFirm = stmt2.executeQuery(sql); 
041             while(resultFirm.next()){ 
042                 stmt = connDerby.createStatement(); 
043                 sql = "DELETE FROM WHITEBOXAPPX2.businesses WHERE 
\"idBus\"="+idBus; 
044                 System.out.println(sql); 
045                 if(stmt.executeUpdate(sql) == 1) 
046                     if(stmt.executeUpdate("DELETE FROM 
WHITEBOXAPPX2.businessdataset WHERE \"idBus\"="+idBus) == 1) 
047                         return true; 
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048                 else 
049                     return false; 
050             } 
051         } catch (SQLException e) { 
052             // TODO Auto-generated catch block 
053             e.printStackTrace(); 
054         } 
055         return false; 
056     } 
057     public ArrayList<CompanyEntry> readLocally(){ 
058         ArrayList<CompanyEntry> arraylist = new ArrayList<>(); 
059         if(isConnected()){ 
060             try { 
061                 Statement stmt = connDerby.createStatement(); 
062                 sql = "SELECT \"idBus\", \"year\", \"quarter\" FROM 
WHITEBOXAPPX2.businesses"; 
063                 ResultSet resultFirm = stmt.executeQuery(sql); 
064                  
065                 Statement stmt1 = connDerby.createStatement(); 
066                 while(resultFirm.next()){ 
067                     int idBus = resultFirm.getInt(1); 
068                     CompanyEntry entry = new CompanyEntry(idBus); 
069                     arraylist.add(entry); 
070                     sql = "SELECT \"idBus\", \"idVar\" FROM 
WHITEBOXAPPX2.businessdataset WHERE \"idBus\"=" + idBus; 
071                     ResultSet resultEnt = stmt1.executeQuery(sql); 
072                     while(resultEnt.next()) 
073                         for(CompanyEntry ent : arraylist) 
074                             if(ent.equals(entry)){ 
075                                 Statement variables = 
connDerby.createStatement(); 
076                                 sql = "SELECT \"idCat\", \"idVar\", 
\"nameVar\" FROM WHITEBOXAPPX2.variables"; 
077                                 ResultSet resultVar = 
variables.executeQuery(sql);                       
078                                 while(resultVar.next()) 
079                                     if(resultEnt.getInt(2) == 
resultVar.getInt(2)) 
080                                         
ent.addItems(resultVar.getString(3), resultVar.getInt(2)); 
081                             } 
082                  
083                 } 
084                 if(DEBUG){ 
085                     System.out.println(arraylist.toString()); 
086                 } 
087             } catch (SQLException e) { 
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088                 // TODO Auto-generated catch block 
089                 e.printStackTrace(); 
090             } 
091         } 
092 //      System.out.println(arraylist.toString()); 
093         return arraylist; 
094     } 
095      
096     public ArrayList<Category> selectCategoriesLocally(){ 
097         ArrayList<Category> arraylist = new ArrayList<>(); 
098         if(isConnected()){ 
099             try { 
100                 Statement stmt = connDerby.createStatement(); 
101                 sql = "SELECT \"idCat\", \"nameCat\" FROM 
WHITEBOXAPPX2.categories"; 
102                 ResultSet resultCat = stmt.executeQuery(sql); 
103                  
104                 Statement stmt1 = connDerby.createStatement(); 
105                 while(resultCat.next()){ 
106                     int idCat = resultCat.getInt(1); 
107                     Category category = new 
Category(resultCat.getString(2), idCat); 
108                     arraylist.add(category); 
109                     sql = "SELECT \"idVar\", \"nameVar\" FROM 
WHITEBOXAPPX2.variables WHERE \"idCat\"=" + idCat; 
110                     ResultSet resultVar = stmt1.executeQuery(sql); 
111                     while(resultVar.next()) 
112                         for(Category cat : arraylist) 
113                             if(cat.equals(category)){ 
114                                 cat.addVariable(resultVar.getString(2), 
resultVar.getInt(1)); 
115                             } 
116                 }                
117             } catch (SQLException e) { 
118                 // TODO Auto-generated catch block 
119                 e.printStackTrace(); 
120             } 
121         } 
122         return arraylist; 
123     } 
124      
125     // MYSQL 
126     public ArrayList<Category> categoryVariables(){ 
127         ArrayList<Category> arraylist = new ArrayList<>(); 
128         if(isConnected()){ 
129             try { 
130                 Statement stmt = connMySQL.createStatement(); 
Pries-Heje & Olsen 
 
 
S i d e  369 | 471 
 
 
131                 sql = "SELECT idCat, nameCat FROM categories"; 
132                 ResultSet resultCat = stmt.executeQuery(sql); 
133                  
134                 Statement stmt1 = connMySQL.createStatement(); 
135                 while(resultCat.next()){ 
136                     int idCat = resultCat.getInt(1); 
137                     Category category = new 
Category(resultCat.getString(2), idCat); 
138                     arraylist.add(category); 
139                     sql = "SELECT idVar, nameVar FROM variables WHERE 
idCat=" + idCat; 
140                     ResultSet resultVar = stmt1.executeQuery(sql); 
141                     while(resultVar.next()) 
142                         for(Category cat : arraylist) 
143                             if(cat.equals(category)){ 
144                                 cat.addVariable(resultVar.getString(2), 
resultVar.getInt(1)); 
145                             } 
146                 }                
147             } catch (SQLException e) { 
148                 // TODO Auto-generated catch block 
149                 e.printStackTrace(); 
150             } 
151         } 
152         return arraylist; 
153     } 
154      
155     public void storeLocally(){ 
156         if(isConnected()){ 
157              
158         } 
159     } 
160  
161     public void newCompanyEntry(ArrayList<CompanyEntry> companies) { 
162         for(CompanyEntry entry : companies){ 
163             int idBus = entry.getId(); 
164             Statement stmt2; 
165             try { 
166      
167                 stmt2 = connDerby.createStatement(); 
168                 sql = "INSERT INTO whiteboxAppx2.businesses ( 
\"idBus\",\"year\", \"quarter\") VALUES " 
169                         + "(" 
170                         + idBus 
171                         + ", " 
172                         + entry.getYear() 
173                         + ", " 
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174                         + "'" + entry.getQuarter() + "' )"; 
175                 System.out.println(sql); 
176                 stmt2.executeUpdate(sql); 
177      
178                 for (Item item : entry) { 
179                     sql = "INSERT INTO whiteboxAppx2.businessdataset ( 
\"idVar\",\"idBus\",\"idCat\") VALUES " 
180                             + "(" 
181                             + item.getIdVar() 
182                             + ", " 
183                             + idBus 
184                             + ", " 
185                             + item.getIdCat() + " )"; 
186                     System.out.println(sql); 
187                     stmt2.executeUpdate(sql); 
188                 } 
189             } catch (SQLException e) { 
190                 // TODO Auto-generated catch block 
191                 System.out.println("Error Occourd in Controller of 
SetupFirm"); 
192                  
193                 error = true; 
194                 System.out.println(error); 
195                 errorCode = e.getSQLState(); 
196                 System.out.println(errorCode); 
197                 e.printStackTrace(); 
198             } catch (NullPointerException e){ 
199                  
200             } 
201         } 
202     } 
203 } 
M.6 – InputProcessBoundary 
001 package datahandlingsystem; 
002  
003 import guiutilities.ColumnGroup; 
004 import guiutilities.GroupableTableHeader; 
005  
006 import java.awt.Dimension; 
007 import java.util.ArrayList; 
008  
009 import javax.swing.JButton; 
010 import javax.swing.JOptionPane; 
011 import javax.swing.JPanel; 
012 import javax.swing.JScrollPane; 
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013 import javax.swing.JTable; 
014 import javax.swing.table.DefaultTableModel; 
015 import javax.swing.table.JTableHeader; 
016 import javax.swing.table.TableColumn; 
017 import javax.swing.table.TableColumnModel; 
018  
019 import datastructure.CompanyEntry; 
020 import datastructure.Item; 
021  
022 public class InputProcessesBoundry extends JPanel { 
023  
024     private boolean DEBUG = false; 
025     private Dimension screenSize; 
026     private InputProcessesController dataHandling = new 
InputProcessesController(); 
027     private JTable table; 
028     private DefaultTableModel dm = new DefaultTableModel(); 
029     private Object[] obj = new Object[68]; 
030     public final String M1 = "M1",  
031             M2 = "M2",  
032             M3 = "M3"; 
033     public final int NO_ERROR = 0, 
034             PROCESS_INVALID_NUMERIC_VALUE = 1,  
035             PROCESS_NUMBER_FORMAT_EXCEPTION = 2,  
036             PROCESS_NULL_POINTER_EXCEPTION = 3,  
037             ID_NULL_POINTER_EXCEPTION = 4,  
038             ML_INVALID_NUMERIC_VALUE = 5,  
039             ML_NUMBER_FORMAT_EXCEPTION = 6,  
040             ID_ALREADY_EXSIST = 7,  
041             ID_DO_NOT_EXSIST = 8, 
042             ID_NUMBER_FORMAT_EXCEPTION = 9; 
043     private int error = NO_ERROR; 
044     private String errorScore; 
045     private Object errorValue; 
046      
047      
048     public InputProcessesBoundry(Dimension screenSize) { 
049         this.screenSize = screenSize.getSize(); 
050         this.screenSize.setSize(this.screenSize.getWidth() * 0.90, 
this.screenSize.getHeight() * 0.1); 
051          
052         obj[0] = "Virksomheds ID"; 
053         obj[1] = "Modenhedsniveau"; 
054         for (int i = 2; i <= 67; i++) { 
055             obj[i] = M1; 
056  
057             i++; 
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058             obj[i] = M2; 
059  
060             i++; 
061             obj[i] = M3; 
062  
063         } 
064  
065         dm.setDataVector(new Object[][] {  
066          
067                 { "", "", "", "", "", "", "", "", "", "", "", "", 
068                     "", "", "", "", "", "", "", "", "", "", "", "", 
069                     "", "", "", "", "", "", "", "", "", "", "", "", 
070                     "", "", "", "", "", "", "", "", "", "", "", "", 
071                     "", "", "", "", "", "", "", "", "", "", "", "", 
072                     "", "", "", "", "", "", "", "" 
073                     }  
074                 }, obj); 
075  
076         table = new JTable(dm) { 
077             protected JTableHeader createDefaultTableHeader() { 
078                 return new GroupableTableHeader(columnModel); 
079             } 
080  
081             public boolean getScrollableTracksViewportWidth() { 
082                 return getPreferredSize().width < getParent().getWidth(); 
083             } 
084         }; 
085  
086         table.setPreferredScrollableViewportSize(this.screenSize); 
087         table.setFillsViewportHeight(true); 
088         // table.setAutoResizeMode(JTable.AUTO_RESIZE_OFF); 
089  
090         TableColumnModel cm = table.getColumnModel(); 
091         GroupableTableHeader header = (GroupableTableHeader) table 
092                 .getTableHeader(); 
093  
094         TableColumn column = cm.getColumn(0); 
095         column.setMinWidth((int) (Math.round(this.screenSize.getWidth() * 
0.07))); 
096         column = cm.getColumn(1); 
097         column.setMinWidth((int) (Math.round(this.screenSize.getWidth() * 
0.08))); 
098          
099         ArrayList<Item> processes = dataHandling.getCMMIprocesses(); 
100         int index = 2; 
101         for(Item process : processes){ 
102             ColumnGroup g_name = new ColumnGroup(process.getName()); 
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103             g_name.setId(process.getIdprocess()); 
104             column = cm.getColumn(index); 
105             column.setMaxWidth(50); 
106             g_name.add(column); 
107             index++; 
108             column = cm.getColumn(index); 
109             column.setMaxWidth(50); 
110             g_name.add(cm.getColumn(index)); 
111             index++; 
112             column = cm.getColumn(index); 
113             column.setMaxWidth(50); 
114             g_name.add(cm.getColumn(index)); 
115             index++; 
116             header.addColumnGroup(g_name); 
117         } 
118         JScrollPane scroll = new JScrollPane(table); 
119 //      scroll.setSize(this.screenSize); 
120         add(scroll); 
121  
122         JButton saveBtn = new JButton("Gem lokalt"); 
123         saveBtn.setToolTipText("Gemmer data på din maskine"); // Adding 
124                                                                         
// Tool 
125         this.add(saveBtn); 
126         saveBtn.addActionListener(new java.awt.event.ActionListener() { 
127             @Override 
128             public void actionPerformed(java.awt.event.ActionEvent evt) { 
129                 handleProcessScores(); 
130             } 
131             // panel.model.get 
132             // dataHandling.queryNewEntry(data); 
133         }); 
134  
135     } 
136  
137  
138     public void handleProcessScores(){ 
139         ArrayList<CompanyEntry> companyenrty = new 
ArrayList<CompanyEntry>(); 
140         String processAbbr = ""; 
141         int idprocess = 0; 
142         int s1 = 0, s2 = 0, s3 = 0; 
143         outerloop: 
144         for (int row = 0; row == 0; row++) { 
145             CompanyEntry entry; 
146             try{ 
147                 String value = (String) table.getValueAt(row, 0); 
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148                 value = value.trim(); 
149                 entry = new CompanyEntry(Integer.parseInt(value)); 
150             } catch (NumberFormatException e){ 
151                 if(table.getValueAt(row,0).toString().length() == 0) 
152                     errorValue = "Der var ingen værdi indtastet"; 
153                 else 
154                     errorValue = table.getValueAt(row,0); 
155                 error = ID_NUMBER_FORMAT_EXCEPTION; 
156                 break outerloop; 
157             } catch (NullPointerException e){ 
158                 errorValue = "null"; 
159                 error = ID_NULL_POINTER_EXCEPTION; 
160                 break outerloop; 
161             } 
162              
163             try{ 
164                 String value = (String) table.getValueAt(row, 1); 
165                 value = value.trim(); 
166                 if(isValid(Float.parseFloat(value))) 
167                     entry.setMaturityLevel(Float.parseFloat(value)); 
168                 else { 
169                     errorValue = Float.parseFloat(value); 
170                     error = ML_INVALID_NUMERIC_VALUE; 
171                     break outerloop;                                     
172                 } 
173                 companyenrty.add(entry); 
174             } catch (NumberFormatException e){ 
175                 if(table.getValueAt(row,1).toString().length() == 0) 
176                     errorValue = "Der var ingen værdi indtastet"; 
177                 else 
178                     errorValue = table.getValueAt(row,1); 
179                 error = ML_NUMBER_FORMAT_EXCEPTION; 
180                 break outerloop; 
181             } 
182  
183  
184             ArrayList<Item> processes = dataHandling.getCMMIprocesses(); 
185             for (int col = 2; col < table.getColumnCount(); col++) { 
186  
187                 idprocess = (int) Math.round((col + 1.2) / 3); 
188                  
189     //          System.out.println(idprocess + " = " + 
processes.get(idprocess - 1).getName()); 
190                 processAbbr = processes.get(idprocess - 1).getName();    
191  
192                 s1 = getValue(M1, row, col); 
193                 s2 = getValue(M2, row, ++col); 
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194                 s3 = getValue(M3, row, ++col); 
195  
196                 if(s1 == -1 || s2 == -1 || s3 == -1) 
197                     break outerloop; 
198                 else if(error == NO_ERROR) 
199                     companyenrty.get(row).add(new Item(idprocess, s1, s2, 
s3)); 
200             } 
201              
202         } 
203         if(error == PROCESS_INVALID_NUMERIC_VALUE || error == 
PROCESS_NUMBER_FORMAT_EXCEPTION || error == PROCESS_NULL_POINTER_EXCEPTION) 
204             JOptionPane.showMessageDialog(table, "Værdierne for nogle af 
dine målinger indeholder ikke tilladte værdier. " 
205                     + "\n" 
206                     + "Proces: " + processAbbr + " \n"  
207                     + "For: " + errorScore + " \n" 
208                     + "Værdien var: " + errorValue); 
209         else if(error == ID_NULL_POINTER_EXCEPTION || error == 
ID_NUMBER_FORMAT_EXCEPTION) 
210             JOptionPane.showMessageDialog(table, "Værdien for id er ikke 
valid - værdien var: " + errorValue); 
211         else if(error == ML_INVALID_NUMERIC_VALUE || error == 
ML_NUMBER_FORMAT_EXCEPTION) 
212             JOptionPane.showMessageDialog(table, "Værdien for 
modenhedsniveauet er ikke valid - værdien var: " + errorValue); 
213         else if(error == NO_ERROR) 
214             error = dataHandling.newCompanyEntry(companyenrty); 
215          
216         if(error == ID_ALREADY_EXSIST) 
217             JOptionPane.showMessageDialog(table, "Det indtastet 
virksomheds id eksistere allerede"); 
218         else if(error == ID_DO_NOT_EXSIST) 
219             JOptionPane.showMessageDialog(table, "Virksomheds id 
eksistere ikke i databasen (Er ikke oprettet)"); 
220         else if(error == NO_ERROR) 
221             JOptionPane.showMessageDialog(table, "Indtastning Gemt"); 
222  
223         if(!DEBUG) 
224             resetError(); 
225     } 
226      
227      
228     private int getValue(String M, int row, int col){ 
229         String value = (String) table.getValueAt(row,col); 
230         value = value.trim(); 
231         try{ 
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232             int score = Integer.parseInt(value); 
233             if(isValid(score)){ 
234                 error = NO_ERROR; 
235                 return score; 
236             } 
237             else { 
238                 errorScore = M; 
239                 errorValue = score; 
240                 error = PROCESS_INVALID_NUMERIC_VALUE; 
241                 return -1; 
242             }                    
243         } catch (NumberFormatException e){ 
244             if(value.toString().length() == 0){ 
245                 error = NO_ERROR; 
246                 return 0; 
247             } 
248             else{ 
249                 errorScore = M; 
250                 errorValue = value; 
251                 error = PROCESS_NUMBER_FORMAT_EXCEPTION; 
252                 return -1; 
253             }            
254         } catch (NullPointerException e){ 
255             errorScore = M; 
256             errorValue = "Der var ingen værdi indtastet"; 
257             error = PROCESS_NULL_POINTER_EXCEPTION; 
258             return -1; 
259         } 
260     } 
261      
262     private boolean isValid(int value){ 
263         if(value >= 0 && value <= 4) 
264             return true; 
265         return false; 
266     } 
267      
268     private boolean isValid(float value){ 
269         if(value > 0 && value <= 4 && value % 0.25 == 0) 
270             return true; 
271         return false; 
272     } 
273      
274     private void resetError(){ 
275         error=0; 
276         errorValue=0; 
277     } 
278      
Pries-Heje & Olsen 
 
 
S i d e  377 | 471 
 
 
279     public boolean isDEBUG() { 
280         return DEBUG; 
281     } 
282  
283     public void setDEBUG(boolean dEBUG) { 
284         DEBUG = dEBUG; 
285     } 
286      
287     public JTable getTable() { 
288         return table; 
289     } 
290  
291     public void setTable(JTable table) { 
292         this.table = table; 
293     } 
294  
295     public DefaultTableModel getDm() { 
296         return dm; 
297     } 
298  
299     public void setDm(DefaultTableModel dm) { 
300         this.dm = dm; 
301     } 
302  
303     public Object[] getObj() { 
304         return obj; 
305     } 
306  
307     public void setObj(Object[] obj) { 
308         this.obj = obj; 
309     } 
310  
311     public int getError() { 
312         return error; 
313     } 
314  
315     public void setError(int error) { 
316         this.error = error; 
317     } 
318  
319 } 
M.7 – InputProcessBoundaryJUnit 
001 package datahandlingsystem; 
002  
003 import static org.junit.Assert.assertEquals; 
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004  
005 import java.awt.Dimension; 
006 import java.awt.Toolkit; 
007  
008 import org.junit.Test; 
009  
010 public class InputProcessesBoundryJUnit { 
011  
012     public Dimension screenSize = 
Toolkit.getDefaultToolkit().getScreenSize(); 
013      
014     @Test 
015     public void testAllValidInput() { 
016         InputProcessesBoundry boundry = new 
InputProcessesBoundry(screenSize); 
017         boundry.setDEBUG(true); 
018         boundry.getDm().setDataVector(new Object[][] {  
019          
020                 { "1324", "2", "1", "2", "3", "4", "1.25", "1.50", 
"1.75", "2.25", "2.50", "2.75", "3.25", 
021                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
022                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
023                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
024                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
025                     "1", "1", "1", "1", "1", "1", "1" 
026                     }            
027                 }, boundry.getObj()); 
028         boundry.handleProcessScores(); 
029         assertEquals(boundry.getError(), boundry.NO_ERROR); 
030     } 
031      
032     @Test 
033     public void testValuesExceededAbove() { 
034         InputProcessesBoundry boundry = new 
InputProcessesBoundry(screenSize); 
035         boundry.setDEBUG(true); 
036         boundry.getDm().setDataVector(new Object[][] {  
037          
038                 { "1324", "1", "2", "3", "4", "1.25", "1.50", "1.75", 
"2.25", "2.50", "2.75", "3.25", 
039                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
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040                     "1", "1", "5", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
041                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
042                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
043                     "1", "1", "1", "1", "1", "1", "1" 
044                     }            
045                 }, boundry.getObj()); 
046         boundry.handleProcessScores(); 
047         assertEquals(boundry.getError(), 1); 
048     } 
049      
050     @Test 
051     public void testValuesExceeedBelow() { 
052         InputProcessesBoundry boundry = new 
InputProcessesBoundry(screenSize); 
053         boundry.setDEBUG(true); 
054         boundry.getDm().setDataVector(new Object[][] {  
055          
056                 { "1324", "1", "2", "3", "4", "1.25", "1.50", "1.75", 
"2.25", "2.50", "2.75", "3.25", 
057                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
058                     "1", "1", "0", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
059                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
060                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
061                     "1", "1", "1", "1", "1", "1", "1" 
062                     }            
063                 }, boundry.getObj()); 
064         boundry.handleProcessScores(); 
065         assertEquals(boundry.getError(), 1); 
066     } 
067      
068     @Test 
069     public void testValueErrorOnString() { 
070         InputProcessesBoundry boundry = new 
InputProcessesBoundry(screenSize); 
071         boundry.setDEBUG(true); 
072         boundry.getDm().setDataVector(new Object[][] {  
073          
074                 { "1324", "1", "2", "3", "4", "1.25", "1.50", "1.75", 
"2.25", "2.50", "2.75", "3.25", 
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075                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
076                     "1", "1", "F", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
077                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
078                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
079                     "1", "1", "1", "1", "1", "1", "1" 
080                     }            
081                 }, boundry.getObj()); 
082         boundry.handleProcessScores(); 
083         assertEquals(boundry.getError(), 2); 
084     } 
085      
086     @Test 
087     public void testInvalidValueNumberBeforeStringError() { 
088         InputProcessesBoundry boundry = new 
InputProcessesBoundry(screenSize); 
089         boundry.setDEBUG(true); 
090         boundry.getDm().setDataVector(new Object[][] {  
091          
092                 { "1324", "1", "2", "3", "4", "1.25", "1.50", "1.75", 
"2.25", "2.50", "2.75", "3.25", 
093                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
094                     "1", "10", "F", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
095                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
096                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
097                     "1", "1", "1", "1", "1", "1", "1" 
098                     }            
099                 }, boundry.getObj()); 
100         boundry.handleProcessScores(); 
101         assertEquals(boundry.getError(), 1); 
102     } 
103      
104     @Test 
105     public void testStringBeforeInvalidValueNumber() { 
106         InputProcessesBoundry boundry = new 
InputProcessesBoundry(screenSize); 
107         boundry.setDEBUG(true); 
108         boundry.getDm().setDataVector(new Object[][] {  
109          
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110                 { "1324", "1", "2", "3", "4", "1.25", "1.50", "1.75", 
"2.25", "2.50", "2.75", "3.25", 
111                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
112                     "1", "F", "10", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
113                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
114                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
115                     "1", "1", "1", "1", "1", "1", "1" 
116                     }            
117                 }, boundry.getObj()); 
118         boundry.handleProcessScores(); 
119         assertEquals(boundry.getError(), 2); 
120     } 
121      
122     @Test 
123     public void testInvalidCharacter1() { 
124         InputProcessesBoundry boundry = new 
InputProcessesBoundry(screenSize); 
125         boundry.setDEBUG(true); 
126         boundry.getDm().setDataVector(new Object[][] {  
127          
128                 { "1324", "1", "2", "3", "4", "1.25", "1.50", "1.75", 
"2.25", "2.50", "2.75", "3.25", 
129                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
130                     "1", "}", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
131                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
132                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
133                     "1", "1", "1", "1", "1", "1", "1" 
134                     }            
135                 }, boundry.getObj()); 
136         boundry.handleProcessScores(); 
137         assertEquals(boundry.getError(), 2); 
138     } 
139      
140     @Test 
141     public void testNoValue() { 
142         InputProcessesBoundry boundry = new 
InputProcessesBoundry(screenSize); 
143         boundry.setDEBUG(true); 
144         boundry.getDm().setDataVector(new Object[][] {  
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145          
146                 { "1324", "1", "2", "3", "4", "1.25", "1.50", "1.75", 
"2.25", "2.50", "2.75", "3.25", 
147                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
148                     "1", "", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", 
149                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
150                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
151                     "1", "1", "1", "1", "1", "1", "1" 
152                     }            
153                 }, boundry.getObj()); 
154         boundry.handleProcessScores(); 
155         assertEquals(boundry.getError(), 2); 
156     } 
157      
158     @Test 
159     public void testNullValue() { 
160         InputProcessesBoundry boundry = new 
InputProcessesBoundry(screenSize); 
161         boundry.setDEBUG(true); 
162         boundry.getDm().setDataVector(new Object[][] {  
163          
164                 { "1324", "1", "2", "3", "4", "1.25", "1.50", "1.75", 
"2.25", "2.50", "2.75", "3.25", 
165                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
166                     "1", null, "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
167                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
168                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
169                     "1", "1", "1", "1", "1", "1", "1" 
170                     }            
171                 }, boundry.getObj()); 
172         boundry.handleProcessScores(); 
173         assertEquals(boundry.getError(), 3); 
174     } 
175      
176     @Test 
177     public void testIDNullValue() { 
178         InputProcessesBoundry boundry = new 
InputProcessesBoundry(screenSize); 
179         boundry.setDEBUG(true); 
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180         boundry.getDm().setDataVector(new Object[][] {  
181          
182                 { null, "2", "1", "2", "3", "4", "1", "1", "1", "2", "2", 
"2", "3", 
183                     "3", "3", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
184                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
185                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
186                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
187                     "1", "1", "1", "1", "1", "1", "1" 
188                     }            
189                 }, boundry.getObj()); 
190         boundry.handleProcessScores(); 
191         assertEquals(boundry.getError(), 
boundry.ID_NULL_POINTER_EXCEPTION); 
192     } 
193      
194     @Test 
195     public void testIDNoValue() { 
196         InputProcessesBoundry boundry = new 
InputProcessesBoundry(screenSize); 
197         boundry.setDEBUG(true); 
198         boundry.getDm().setDataVector(new Object[][] {  
199          
200                 { "", "1", "2", "3", "4", "1.25", "1.50", "1.75", "2.25", 
"2.50", "2.75", "3.25", 
201                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
202                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
203                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
204                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
205                     "1", "1", "1", "1", "1", "1", "1" 
206                     }            
207                 }, boundry.getObj()); 
208         boundry.handleProcessScores(); 
209         assertEquals(boundry.getError(), 4); 
210     } 
211      
212     @Test 
213     public void testIDValueErrorOnString() { 
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214         InputProcessesBoundry boundry = new 
InputProcessesBoundry(screenSize); 
215         boundry.setDEBUG(true); 
216         boundry.getDm().setDataVector(new Object[][] {  
217          
218                 { "", "1", "2", "3", "4", "1.25", "1.50", "1.75", "2.25", 
"2.50", "2.75", "3.25", 
219                     "3.50", "3.75", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", "1", 
220                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
221                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
222                     "1", "1", "1", "1", "1", "1", "1", "1", "1", "1", 
"1", "1", 
223                     "1", "1", "1", "1", "1", "1", "1" 
224                     }            
225                 }, boundry.getObj()); 
226         boundry.handleProcessScores(); 
227         assertEquals(boundry.getError(), 4); 
228     } 
229      
230     @Test 
231     public void testNoValues() { 
232         InputProcessesBoundry boundry = new 
InputProcessesBoundry(screenSize); 
233         boundry.setDEBUG(true); 
234         boundry.getDm().setDataVector(new Object[][] {  
235          
236                 { "", "", "", "", "", "", "", "", "", "", "", "", 
237                     "", "", "", "", "", "", "", "", "", "", "", "", 
238                     "", "", "", "", "", "", "", "", "", "", "", "", 
239                     "", "", "", "", "", "", "", "", "", "", "", "", 
240                     "", "", "", "", "", "", "", "", "", "", "", "", 
241                     "", "", "", "", "", "", "" 
242                     }            
243                 }, boundry.getObj()); 
244         boundry.handleProcessScores(); 
245         assertEquals(boundry.getError(), 4); 
246     } 
247      
248     @Test 
249     public void testNoValuesWithValidID() { 
250         InputProcessesBoundry boundry = new 
InputProcessesBoundry(screenSize); 
251         boundry.setDEBUG(true); 
252         boundry.getDm().setDataVector(new Object[][] {  
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253          
254                 { "1346", "", "", "", "", "", "", "", "", "", "", "", 
255                     "", "", "", "", "", "", "", "", "", "", "", "", 
256                     "", "", "", "", "", "", "", "", "", "", "", "", 
257                     "", "", "", "", "", "", "", "", "", "", "", "", 
258                     "", "", "", "", "", "", "", "", "", "", "", "", 
259                     "", "", "", "", "", "", "" 
260                     }            
261                 }, boundry.getObj()); 
262         boundry.handleProcessScores(); 
263         assertEquals(boundry.getError(), 2); 
264     } 
265  
266 } 
M.8 – InputProcessController 
01 package datahandlingsystem; 
02  
03 import java.sql.ResultSet; 
04 import java.sql.SQLException; 
05 import java.sql.Statement; 
06 import java.util.ArrayList; 
07  
08 import datahandlers.DBConnectable; 
09 import datastructure.CompanyEntry; 
10 import datastructure.Item; 
11  
12 public class InputProcessesController extends DBConnectable { 
13  
14  private boolean DEBUG = false; 
15  
16  public InputProcessesController () { 
17      setConnection("Derby"); 
18  } 
19  
20  public ArrayList<Item> getCMMIprocesses(){ 
21      ArrayList<Item> arraylist = new ArrayList<Item>(); 
22      Statement stmt2;         
23      try { 
24  
25          stmt2 = connDerby.createStatement(); 
26          sql = "SELECT \"idProcess\", \"nameProcess\" FROM 
whiteboxAppx2.processes"; 
27  
28          ResultSet rset = stmt2.executeQuery(sql); 
29  
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30          while(rset.next()){ 
31              arraylist.add(new Item(rset.getString(2), rset.getInt(1))); 
32          } 
33      } catch (SQLException e) { 
34          // TODO Auto-generated catch block 
35          e.printStackTrace(); 
36      } 
37       
38       
39      return arraylist; 
40  } 
41   
42  public int newCompanyEntry(ArrayList<CompanyEntry> c) { 
43      int idBus = c.get(0).getId(); 
44      float maturityLevel = c.get(0).getMaturityLevel(); 
45      Statement stmt1; 
46      Statement stmt2; 
47      Statement stmt3; 
48      try { 
49  
50          stmt1 = connDerby.createStatement(); 
51          sql = "SELECT \"idBus\" FROM whiteboxAppx2.businesses WHERE 
\"idBus\" = " + idBus; 
52          ResultSet rset = stmt1.executeQuery(sql); 
53          if(rset.next()){ 
54              stmt3 = connDerby.createStatement(); 
55              sql = "UPDATE whiteboxAppx2.businesses SET 
\"maturityLevel\"="+ maturityLevel + " WHERE \"idBus\"=" + idBus; 
56              stmt3.executeUpdate(sql); 
57              stmt2 = connDerby.createStatement(); 
58              for (Item item : c.get(0)) { 
59                  item.getIdprocess(); 
60                  item.getS1(); 
61                  item.getS2(); 
62                  item.getS3(); 
63   
64                  sql = "INSERT INTO whiteboxAppx2.score ( 
\"idBus\",\"idProcess\", \"score1\", \"score2\", \"score3\") VALUES" 
65                          + "(" 
66                          + idBus 
67                          + ", " 
68                          + item.getIdprocess() 
69                          + ", " 
70                          + item.getS1() 
71                          + ", " 
72                          + item.getS2() 
73                          + ", " 
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74                          + item.getS3() + " )"; 
75                  stmt2.executeUpdate(sql); 
76                  System.out.println(sql + " This ran"); 
77              } 
78          } else  
79              return 8; 
80          return 0; 
81      } catch (SQLException e) { 
82          e.printStackTrace(); 
83          System.out.println(e.getErrorCode()); 
84          return 7; 
85      } 
86  
87  } 
88  
89  public boolean isDEBUG() { 
90      return DEBUG; 
91  } 
92  
93  public void setDEBUG(boolean dEBUG) { 
94      DEBUG = dEBUG; 
95  } 
96 } 
M.9 – DisplayFirmBoundary 
001 package datahandlingsystem; 
002  
003 import guiutilities.TableGrid; 
004  
005 import java.awt.Dimension; 
006 import java.util.ArrayList; 
007  
008 import javax.swing.JButton; 
009 import javax.swing.JPanel; 
010  
011 import datastructure.Category; 
012 import datastructure.CompanyEntry; 
013 import datastructure.Item; 
014  
015  
016 public class DisplayFirmsBoundry extends JPanel{ 
017     public static JButton refreshBtn; 
018     protected DisplayFirmsController dataHandling = new 
DisplayFirmsController(); 
019     public ArrayList<Category> categories; 
020     public ArrayList<String> categoriesNames; 
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021     public ArrayList<CompanyEntry> rows; 
022     private int categoryColumnStart = 3; 
023     private TableGrid table; 
024     private boolean DEBUG = false; 
025      
026     public final int NO_COMPANIES_FOUND = 1; 
027     public int error = 0; 
028     private Dimension screenSize; 
029      
030     public DisplayFirmsBoundry(Dimension screenSize){ 
031         this.screenSize = screenSize.getSize(); 
032         this.screenSize.setSize(screenSize.getWidth() * 0.90, 
screenSize.getHeight() * 0.90); 
033         categories = dataHandling.selectCategoriesLocally(); 
034         rows = dataHandling.getCompanies(); 
035         int maxColumns = categories.size(); 
036         int maxRows = rows.size(); 
037         table = new TableGrid(maxColumns+categoryColumnStart, maxRows, 
this.screenSize); 
038 //      System.out.println(table.getColumns()); 
039 //      System.out.println(table.getRows()); 
040         setUpColumnNames(); 
041         insertFirms(); 
042         refresh(); 
043         add(table); 
044  
045     } 
046      
047     private void refresh(){ 
048         refreshBtn = new JButton("refresh"); 
049         refreshBtn.setToolTipText("Gend indlæs"); // Adding Tool 
050       this.add(refreshBtn); 
051       refreshBtn.addActionListener(new java.awt.event.ActionListener() { 
052           @Override 
053           public void actionPerformed(java.awt.event.ActionEvent evt) { 
054 //              String name = JOptionPane.showInputDialog(frame, "What is 
your name?", null); 
055 //              panel.model.get 
056 //              dataHandling.queryNewEntry(data); 
057             int oldRows = rows.size(); 
058             rows = dataHandling.getCompanies(); 
059             int maxRows = rows.size(); 
060             while (maxRows>oldRows){         
061                 table.addRow(); 
062             oldRows++; 
063             } 
064             while (maxRows<oldRows){ 
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065                 table.removeRow(); 
066             oldRows--; 
067           } 
068             insertFirms(); 
069              
070           } 
071       }); 
072          
073     } 
074     public void setUpColumnNames(){ 
075         table.model.setColumnAt("ID", 0); 
076         table.model.setColumnAt("År", 1); 
077         table.model.setColumnAt("Kvartal", 2); 
078         int column = categoryColumnStart; 
079         for(Category cat : categories){ 
080             table.model.setColumnAt(cat.name, column); 
081 //          categoriesNames.add(cat.name); 
082             column++; 
083         } 
084     } 
085     public void insertFirms(){ 
086         int column = 0; 
087         int row = 0; 
088         for(CompanyEntry comp : rows){ 
089             table.model.setValueAt((Object)comp.getId(), row, column); 
090             column++; 
091             table.model.setValueAt((Object)comp.getYear(), row, column); 
092             column++; 
093             table.model.setValueAt((Object)comp.getQuarter(), row, 
column); 
094             column++; 
095             for (Item compVar : comp){ 
096                 System.out.println(compVar.getNameVar()); 
097                 table.model.setValueAt((Object)compVar.getNameVar(), row, 
column); 
098                 if (column == 8) 
099                     break; 
100                 column++; 
101 //              System.out.println(row +" ,"+column); 
102             } 
103             //          categoriesNames.add(cat.name); 
104  
105             column=0; 
106             if (row<rows.size()) 
107             row++; 
108         } 
109      
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110     } 
111      
112     public boolean isDEBUG() { 
113         return this.DEBUG; 
114     } 
115  
116     public void setDEBUG(boolean dEBUG) { 
117         this.DEBUG  = dEBUG; 
118         if(isDEBUG()){ 
119             this.dataHandling.setDEBUG(dEBUG); 
120         } 
121     } 
122  
123 } 
M.10 – DisplayFirmBoundaryJUnit 
01 package datahandlingsystem; 
02  
03 import static org.junit.Assert.assertNotEquals; 
04  
05 import java.awt.Dimension; 
06  
07 import org.junit.Test; 
08  
09 public class DisplayFirmsBoundryJUnit { 
10   
11 /* 
12  * Whitebox testing 
13  */ 
14  @Test 
15  public void testCOMPANIES_FOUND() { 
16      DisplayFirmsBoundry dfb = new DisplayFirmsBoundry(new 
Dimension(200,200)); 
17      dfb.setDEBUG(true); 
18      assertNotEquals(dfb.error, dfb.NO_COMPANIES_FOUND); 
19  } 
20   
21 /* 
22  * Blackbox testing   
23  */ 
24  
25 } 
M.11 – DisplayFirmController 
001 package datahandlingsystem; 
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002  
003 import java.sql.ResultSet; 
004 import java.sql.SQLException; 
005 import java.sql.Statement; 
006 import java.util.ArrayList; 
007  
008 import datahandlers.DBConnectable; 
009 import datastructure.Category; 
010 import datastructure.CompanyEntry; 
011  
012 public class DisplayFirmsController extends DBConnectable{ 
013      
014     private boolean DEBUG = false; 
015  
016     public DisplayFirmsController (){ 
017         setConnection("Derby"); 
018     } 
019      
020     public ArrayList<CompanyEntry> getCompanies() {  
021             ArrayList<CompanyEntry> arraylist = new ArrayList<>(); 
022             if(isConnected()){ 
023                 try { 
024                     Statement stmt = connDerby.createStatement(); 
025                     sql = "SELECT \"idBus\", \"year\", \"quarter\", 
\"maturityLevel\"  FROM WHITEBOXAPPX2.businesses"; 
026                     ResultSet resultFirm = stmt.executeQuery(sql); 
027                      
028                     Statement stmt1 = connDerby.createStatement(); 
029                     while(resultFirm.next()){ 
030                         int idBus = resultFirm.getInt(1); 
031                         CompanyEntry entry = new CompanyEntry(idBus); 
032                         entry.setQuarter(resultFirm.getString(3)); 
033                         entry.setYear(resultFirm.getInt(2)); 
034                         entry.setMaturityLevel((float) 
resultFirm.getDouble(4)); 
035                         arraylist.add(entry); 
036                         sql = "SELECT \"idVar\" FROM 
WHITEBOXAPPX2.businessdataset WHERE \"idBus\"=" + idBus; 
037                         ResultSet resultEnt = stmt1.executeQuery(sql); 
038                         while(resultEnt.next()) 
039                             for(CompanyEntry ent : arraylist) 
040                                 if(ent.equals(entry)){ 
041                                     Statement variables = 
connDerby.createStatement(); 
042                                     sql = "SELECT cat.\"nameCat\", 
var.\"idVar\", var.\"nameVar\" " 
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043                                             + "FROM 
WHITEBOXAPPX2.variables AS var, WHITEBOXAPPX2.categories AS cat  " 
044                                             + "WHERE 
cat.\"idCat\"=var.\"idCat\""; 
045                                     ResultSet resultVar = 
variables.executeQuery(sql);                       
046                                     while(resultVar.next()) 
047                                         if(resultEnt.getInt(1) == 
resultVar.getInt(2)) 
048                                             
ent.addItems(resultVar.getString(1), resultVar.getString(3)); 
049                                 } 
050                      
051                     } 
052                     if(DEBUG){ 
053                         System.out.println(arraylist.toString()); 
054                     } 
055                 }  
056                 catch (SQLException e) { 
057                     // TODO Auto-generated catch block 
058                     e.printStackTrace(); 
059                 } 
060             } 
061 //          System.out.println(arraylist.toString()); 
062     return arraylist; 
063     } 
064     public ArrayList<Category> selectCategoriesLocally(){ 
065         ArrayList<Category> arraylist = new ArrayList<>(); 
066         if(isConnected()){ 
067             try { 
068                 Statement stmt = connDerby.createStatement(); 
069                 sql = "SELECT \"idCat\", \"nameCat\" FROM 
WHITEBOXAPPX2.categories"; 
070                 ResultSet resultCat = stmt.executeQuery(sql); 
071                  
072                 Statement stmt1 = connDerby.createStatement(); 
073                 while(resultCat.next()){ 
074                     int idCat = resultCat.getInt(1); 
075                     Category category = new 
Category(resultCat.getString(2), idCat); 
076                     arraylist.add(category); 
077                     sql = "SELECT \"idVar\", \"nameVar\" FROM 
WHITEBOXAPPX2.variables WHERE \"idCat\"=" + idCat; 
078                     ResultSet resultVar = stmt1.executeQuery(sql); 
079                     while(resultVar.next()) 
080                         for(Category cat : arraylist) 
081                             if(cat.equals(category)){ 
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082                                 cat.addVariable(resultVar.getString(2), 
resultVar.getInt(1)); 
083                             } 
084                 }                
085             } catch (SQLException e) { 
086                 // TODO Auto-generated catch block 
087                 e.printStackTrace(); 
088             } 
089         } 
090         return arraylist; 
091     } 
092      
093     public boolean isDEBUG() { 
094         return this.DEBUG ; 
095     } 
096  
097     public void setDEBUG(boolean dEBUG) { 
098         this.DEBUG  = dEBUG; 
099     } 
100  
101 } 
M.12 – ModelBoundary 
001 package datahandlingsystem; 
002  
003 import guiutilities.JCheckBoxItem; 
004  
005 import java.awt.BorderLayout; 
006 import java.awt.Dimension; 
007 import java.awt.GridBagConstraints; 
008 import java.awt.GridBagLayout; 
009 import java.awt.Insets; 
010 import java.util.ArrayList; 
011  
012 import javax.swing.JButton; 
013 import javax.swing.JComponent; 
014 import javax.swing.JFrame; 
015 import javax.swing.JLabel; 
016 import javax.swing.JPanel; 
017 import javax.swing.JTabbedPane; 
018 import javax.swing.JTextField; 
019  
020 import maturitymodel_gui.Model; 
021 import datastructure.Category; 
022 import datastructure.Item; 
023 import datastructure.Variable; 
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024  
025 public class ModelBoundry extends JPanel{ 
026  
027     private Model model; 
028     private boolean DEBUG = false; 
029     protected ModelController dataHandling = new ModelController(); 
030     private Dimension screenSize1; 
031     public JTextField idBusTextField,idBusTextFieldCompared; 
032  
033     public ModelBoundry(Dimension screenSize){ 
034         this.screenSize1 = screenSize; 
035 //      System.out.println(this.screenSize1.toString()); 
036         this.setLayout(new BorderLayout()); 
037         idBusTextField = new JTextField(10); 
038         JLabel idBusLabel = new JLabel("Skriv id ind: "); 
039 //      idBusTextField.add(idBusLabel); 
040         JPanel idBusPanel = new JPanel(); 
041         idBusPanel.add(idBusLabel); 
042         idBusPanel.add(idBusTextField); 
043         JButton idBusBtn = new JButton("Vis Model"); 
044         idBusBtn.setToolTipText("Udskriver model baseret på de udvalgte 
variabler");  
045          
046         idBusPanel.add(idBusBtn); 
047         idBusBtn.addActionListener(new java.awt.event.ActionListener() { 
048             @Override 
049             public void actionPerformed(java.awt.event.ActionEvent evt) { 
050                  
051                 int id = Integer.parseInt(idBusTextField.getText()); 
052                  
053                 if(isValid(id)){ 
054                     String parameters, maturityLevel; 
055                     maturityLevel = "Modenhedsniveauet er: " + 
String.valueOf(dataHandling.getMaturityLevel(id)); 
056                     parameters = "Virksomhedens id er: " + id; 
057                     ArrayList<Item> results = dataHandling.getScores(id); 
058                     popupModel(results, parameters, maturityLevel, 0, 
""); 
059                 } 
060             } 
061  
062             private boolean isValid(int id) { 
063                 // TODO Auto-generated method stub 
064                  
065                 return true; 
066             } 
067         }); 
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068          
069          
070          
071         this.add(idBusPanel, BorderLayout.NORTH); 
072          
073         JTabbedPane tabbedPane = new JTabbedPane(); 
074  
075         JPanel parameterPanel = new JPanel(); 
076         parameterPanel.add(new SeachVariousParametersBoundry()); 
077         parameterPanel.setOpaque(true); //content panes must be opaque 
078         tabbedPane.addTab("Sammenlign med parametre", parameterPanel); 
079 //        tabbedPane.setMnemonicAt(1, KeyEvent.VK_1); 
080         JPanel idBusPanelCompared = new JPanel(); 
081         idBusTextFieldCompared = new JTextField(10); 
082         JLabel idBusLabelCompared = new JLabel("Skriv id ind: "); 
083 //      idBusTextField.add(idBusLabel); 
084         idBusPanelCompared.add(idBusLabelCompared); 
085         idBusPanelCompared.add(idBusTextFieldCompared); 
086         JButton idBusComparedBtn = new JButton("Vis Model"); 
087         idBusComparedBtn.setToolTipText("Udskriver model baseret på de 
udvalgte variabler");  
088          
089         idBusPanelCompared.add(idBusComparedBtn); 
090         idBusComparedBtn.addActionListener(new 
java.awt.event.ActionListener() { 
091             @Override 
092             public void actionPerformed(java.awt.event.ActionEvent evt) { 
093                  
094                 int id = 
Integer.parseInt(idBusTextFieldCompared.getText()); 
095                  
096                 if(isValid(id)){ 
097                     String parameters, maturityLevel; 
098                     maturityLevel = "Modenhedsniveauet er: " + 
String.valueOf(dataHandling.getMaturityLevel(id)); 
099                     parameters = "Virksomhedens id er: " + id; 
100                     ArrayList<Item> results = dataHandling.getScores(id); 
101                     popupModel(results, parameters, maturityLevel, 0, 
""); 
102                 } 
103             } 
104  
105             private boolean isValid(int id) { 
106                 // TODO Auto-generated method stub 
107                  
108                 return true; 
109             } 
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110         }); 
111          
112         JButton compareModel = new JButton("Sammenlign Modeller"); 
113         compareModel.setToolTipText("Udskriver model baseret på de 
udvalgte variabler i forhold til det udvalgte id");  
114          
115         idBusPanelCompared.add(compareModel); 
116         compareModel.addActionListener(new 
java.awt.event.ActionListener() { 
117             @Override 
118             public void actionPerformed(java.awt.event.ActionEvent evt) { 
119                  
120                 int idBus = Integer.parseInt(idBusTextField.getText()); 
121                 int id = 
Integer.parseInt(idBusTextFieldCompared.getText()); 
122                  
123                  
124 //              String id  = 1; 
125                 String head, maturityLevel; 
126                 maturityLevel = "Modenhedsniveauet er: " + 
dataHandling.getMaturityLevel(idBus) + " Mod: " + 
dataHandling.getMaturityLevel(id);  
127 //              + 
String.valueOf(dataHandling.getMaturityLevel(Integer.parseInt(id))); 
128                 head = "Virksomhedens id er: " + idBus + " Mod: " + id; 
129                 ArrayList<Item> results = 
dataHandling.getCompareAbleScoresByOtherId(id, idBus); 
130                 popupModel(results, head, maturityLevel, 0, ""); 
131             } 
132  
133         }); 
134  
135         idBusPanelCompared.setOpaque(true); //content panes must be 
opaque 
136         tabbedPane.addTab("Sammenlign med virksomheds id", 
idBusPanelCompared); 
137  
138         tabbedPane.setTabLayoutPolicy(JTabbedPane.SCROLL_TAB_LAYOUT); 
139         this.add(tabbedPane, BorderLayout.CENTER); 
140 //      this.add(parameterPanel, BorderLayout.CENTER); 
141          
142  
143     } 
144  
145     public boolean isDEBUG() { 
146         return DEBUG; 
147     } 
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148  
149     public void setDEBUG(boolean dEBUG) { 
150         DEBUG = dEBUG; 
151     } 
152      
153     public Model getModel() { 
154         return model; 
155     } 
156  
157     public void setModel(Model model) { 
158         this.model = model; 
159     } 
160      
161     public void popupModel(ArrayList<Item> results, String parameters, 
String maturityLevel, int parameterCount, String numberOfCases){ 
162         model = new Model(screenSize1.getWidth(), screenSize1.getHeight() 
- 70); 
163         model.setParameters(parameters); 
164         model.setMaturityLevel(maturityLevel); 
165         model.setModelData(results); 
166         model.setNumberOfCases(numberOfCases); 
167         model.parameterCount = parameterCount; 
168         JFrame frame = new JFrame(); 
169         frame.add(model); 
170         frame.setDefaultCloseOperation(JFrame.DISPOSE_ON_CLOSE); 
171         frame.setSize(new Dimension((int)screenSize1.getWidth(), (int) 
(screenSize1.getHeight() - 40))); 
172         frame.setVisible(true); 
173     } 
174      
175     protected void addComp(JPanel panel, JComponent comp, int xPos, int 
yPos, int compWidth, int compHeight, int place, int stretch, Insets insets){ 
176         GridBagConstraints gridConstraints = new GridBagConstraints(); 
177          
178         gridConstraints.gridx = xPos; 
179         gridConstraints.gridy = yPos; 
180         gridConstraints.gridwidth = compWidth; 
181         gridConstraints.gridheight = compHeight; 
182         gridConstraints.weightx = 100; 
183         gridConstraints.weighty = 100; 
184         gridConstraints.insets = insets; 
185         gridConstraints.anchor = place; 
186         gridConstraints.fill = stretch; 
187          
188         panel.add(comp, gridConstraints); 
189     } 
190      
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191     public class SeachVariousParametersBoundry extends JPanel{ 
192          
193         JButton selectAll, deSelectAll, selectById; 
194         ArrayList<Category> categories = 
dataHandling.selectCategoriesLocally(); 
195         ArrayList<JCheckBoxItem> parameters = new 
ArrayList<JCheckBoxItem>(); 
196         ArrayList<JCheckBoxItem> chosenParameters = new 
ArrayList<JCheckBoxItem>(); 
197          
198         public SeachVariousParametersBoundry(){ 
199              
200             JPanel selectablePanel = new JPanel(); 
201             selectAll = new JButton("Vælg alle"); 
202             deSelectAll = new JButton("Fravælg alle"); 
203             selectById = new JButton("Vælg via id"); 
204  
205             selectablePanel.add(selectAll); 
206             selectAll.addActionListener(new 
java.awt.event.ActionListener() { 
207                 @Override 
208                 public void actionPerformed(java.awt.event.ActionEvent 
evt) { 
209                     for(JCheckBoxItem checkbox : parameters){ 
210                         checkbox.setSelected(true); 
211                     } 
212                 } 
213  
214             }); 
215              
216             selectablePanel.add(deSelectAll); 
217             deSelectAll.addActionListener(new 
java.awt.event.ActionListener() { 
218                 @Override 
219                 public void actionPerformed(java.awt.event.ActionEvent 
evt) { 
220                     for(JCheckBoxItem checkbox : parameters){ 
221                         checkbox.setSelected(false); 
222                     } 
223                 } 
224  
225             }); 
226  
227             selectablePanel.add(selectById); 
228             selectById.addActionListener(new 
java.awt.event.ActionListener() { 
229                 @Override 
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230                 public void actionPerformed(java.awt.event.ActionEvent 
evt) { 
231                     for(JCheckBoxItem checkbox : parameters){ 
232                         checkbox.setSelected(false); 
233                     } 
234                     int idBus = 
Integer.parseInt(idBusTextField.getText()); 
235                     ArrayList<Item> chosenParameters = 
dataHandling.getParametersById(idBus); 
236                     for(JCheckBoxItem checkbox : parameters){ 
237                         for(Item chosen : chosenParameters){ 
238                             if(checkbox.getIdCat() == chosen.getIdCat()){ 
239                                 if(checkbox.getIdVar() == 
chosen.getIdVar()) 
240                                     checkbox.setSelected(true); 
241                             }  
242                         } 
243                     } 
244                 } 
245  
246             }); 
247              
248             JPanel parameterPanel = new JPanel(); 
249             parameterPanel.setLayout(new GridBagLayout()); 
250  
251             initializeParameters(); 
252              
253             int row = 0, column = 0; 
254             for(Category cat : categories){ 
255                 addComp(parameterPanel, new JLabel(cat.name), 
column,row,1,1,GridBagConstraints.WEST,GridBagConstraints.NONE, new 
Insets(5,5,5,5)); 
256                 for(JCheckBoxItem checkBoxItem : parameters){ 
257                     if(checkBoxItem.getIdCat() == cat.id){ 
258                         addComp(parameterPanel, checkBoxItem, 
column,++row,1,1,GridBagConstraints.WEST,GridBagConstraints.NONE, new 
Insets(1,5,1,5)); 
259 //                      System.out.println(checkBoxItem.toString()); 
260 //                      System.out.println("hejsa"); 
261                     } 
262                 } 
263                 column++; 
264                 row = 0; 
265             } 
266              
267             JPanel btnPanel = new JPanel(); 
268              
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269             JButton showModel = new JButton("Vis Model"); 
270             showModel.setToolTipText("Udskriver model baseret på de 
udvalgte variabler");  
271              
272             btnPanel.add(showModel); 
273             showModel.addActionListener(new 
java.awt.event.ActionListener() { 
274                 @Override 
275                 public void actionPerformed(java.awt.event.ActionEvent 
evt) { 
276                      
277                      
278 //                  String id  = 1; 
279                     String head, maturityLevel, numberOfCases; 
280                     loadChosenParameters(); 
281  
282                     ArrayList<Item> uniqueIdBus = 
dataHandling.getUniqueIdBus(chosenParameters); 
283                     double avgMaturityLevel = 0; 
284                     for(Item uniqueItem : uniqueIdBus){ 
285                         avgMaturityLevel += 
dataHandling.getMaturityLevel(uniqueItem.getIdBus()); 
286                     } 
287                     avgMaturityLevel = avgMaturityLevel / 
uniqueIdBus.size(); 
288                     maturityLevel = "Det gennemsnitlige modenhedsniveauet 
er: " + avgMaturityLevel; 
289                     numberOfCases = "Antal Cases: " + uniqueIdBus.size(); 
290                     System.out.println(numberOfCases); 
291                     int length = chosenParameters.size() - 1; 
292                     int maxVar = 0; 
293                     int countVar = 0; 
294                     int previousCat = 0; 
295                     String[] allChosen = new String[100]; 
296                     head = "Parametre: "; 
297                     for(JCheckBoxItem checkbox : chosenParameters){ 
298                         if(checkbox.getIdCat() == previousCat){ 
299                             countVar++; 
300                             maxVar = 
dataHandling.getVariableCountByCat(checkbox.getIdCat()); 
301                             if(countVar == maxVar){ 
302                                 head += "Alle (" + 
dataHandling.getCategoryName(checkbox.getIdCat()) + ") "; 
303                                 allChosen[checkbox.getIdCat()] = 
String.valueOf(checkbox.getIdCat()); 
304                             } 
305                         } 
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306                         else{ 
307                             countVar = 1; 
308                             previousCat = checkbox.getIdCat(); 
309                         } 
310                     } 
311                      
312                     for(JCheckBoxItem checkbox : chosenParameters){ 
313                         try{ 
314                             
if(!allChosen[checkbox.getIdCat()].matches("[0-9]+")){ 
315                          
316                                 if(chosenParameters.indexOf(checkbox) == 
length) 
317                                     head += checkbox.getText(); 
318                                 else 
319                                     head += checkbox.getText() + ", "; 
320                             } 
321                         } catch(NullPointerException e){ 
322                             if(chosenParameters.indexOf(checkbox) == 
length) 
323                                 head += checkbox.getText(); 
324                             else 
325                                 head += checkbox.getText() + ", "; 
326                         } 
327                     } 
328                     deleteChosenParameters(); 
329                     ArrayList<Item> results = 
dataHandling.getScoreByParameters(parameters); 
330                     popupModel(results, head, maturityLevel, length + 1, 
numberOfCases); 
331                 } 
332  
333             }); 
334              
335             JButton compareModel = new JButton("Sammenlign Modeller"); 
336             compareModel.setToolTipText("Udskriver model baseret på de 
udvalgte variabler i forhold til det udvalgte id");  
337              
338             btnPanel.add(compareModel); 
339             compareModel.addActionListener(new 
java.awt.event.ActionListener() { 
340                 @Override 
341                 public void actionPerformed(java.awt.event.ActionEvent 
evt) { 
342                      
343                     int idBus = 
Integer.parseInt(idBusTextField.getText()); 
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344                      
345                      
346 //                  String id  = 1; 
347                     String head, maturityLevel, numberOfCases; 
348                     loadChosenParameters(); 
349                     ArrayList<Item> uniqueIdBus = 
dataHandling.getUniqueIdBus(chosenParameters); 
350                      
351                     maturityLevel = "Modenhedsniveauet er: " + 
dataHandling.getMaturityLevel(idBus); 
352                     double avgMaturityLevel = 0; 
353                      
354                     for(Item uniqueItem : uniqueIdBus){ 
355                         avgMaturityLevel += 
dataHandling.getMaturityLevel(uniqueItem.getIdBus()); 
356                     } 
357                      
358                     avgMaturityLevel = avgMaturityLevel / 
uniqueIdBus.size(); 
359                      
360                     maturityLevel += ", gennemsnits niveau er: " + 
avgMaturityLevel; 
361                     numberOfCases = "Antal Cases: " + uniqueIdBus.size() 
+ ""; 
362                     head = "ID: " + idBus + " Parametre:  "; 
363                     int length = chosenParameters.size() - 1; 
364                     int maxVar = 0; 
365                     int countVar = 0; 
366                     int previousCat = 0; 
367                     String[] allChosen = new String[100]; 
368                     for(JCheckBoxItem checkbox : chosenParameters){ 
369                         if(checkbox.getIdCat() == previousCat){ 
370                             countVar++; 
371                             maxVar = 
dataHandling.getVariableCountByCat(checkbox.getIdCat()); 
372                             if(countVar == maxVar){ 
373                                 head += "Alle (" + 
dataHandling.getCategoryName(checkbox.getIdCat()) + ") "; 
374                                 allChosen[checkbox.getIdCat()] = 
String.valueOf(checkbox.getIdCat()); 
375                             } 
376                         } 
377                         else{ 
378                             countVar = 1; 
379                             previousCat = checkbox.getIdCat(); 
380                         } 
381                     } 
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382                      
383                     for(JCheckBoxItem checkbox : chosenParameters){ 
384                         try{ 
385                             
if(!allChosen[checkbox.getIdCat()].matches("[0-9]+")){ 
386                          
387                                 if(chosenParameters.indexOf(checkbox) == 
length) 
388                                     head += checkbox.getText(); 
389                                 else 
390                                     head += checkbox.getText() + ", "; 
391                             } 
392                         } catch(NullPointerException e){ 
393                             if(chosenParameters.indexOf(checkbox) == 
length) 
394                                 head += checkbox.getText(); 
395                             else 
396                                 head += checkbox.getText() + ", "; 
397                         } 
398                     } 
399                     deleteChosenParameters(); 
400                     ArrayList<Item> results = 
dataHandling.getComparableScoresByParameters(parameters, idBus); 
401                     popupModel(results, head, maturityLevel, length + 1, 
numberOfCases); 
402                 } 
403  
404             }); 
405             this.setLayout(new BorderLayout()); 
406              
407             this.add(selectablePanel, BorderLayout.NORTH); 
408             this.add(btnPanel, BorderLayout.SOUTH); 
409             this.add(parameterPanel, BorderLayout.CENTER); 
410 //          System.out.println("DETTE ER NYT"); 
411         } 
412          
413         private void loadChosenParameters(){ 
414             for(JCheckBoxItem checkbox : parameters) 
415                 if(checkbox.isSelected()) 
416                     chosenParameters.add(checkbox); 
417         } 
418          
419         private void deleteChosenParameters(){ 
420             chosenParameters = new ArrayList<JCheckBoxItem>(); 
421         } 
422              
423          
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424         private void initializeParameters(){ 
425             for(Category cat : categories){ 
426                 for(Variable var : cat){ 
427                     parameters.add(new JCheckBoxItem(var.name, var.id, 
cat.id)); 
428 //                  System.out.println(var.name); 
429                 } 
430             } 
431         }    
432     } 
433 } 
M.13 – ModelController 
001 package datahandlingsystem; 
002  
003 import guiutilities.JCheckBoxItem; 
004  
005 import java.sql.PreparedStatement; 
006 import java.sql.ResultSet; 
007 import java.sql.SQLException; 
008 import java.sql.Statement; 
009 import java.util.ArrayList; 
010  
011 import datahandlers.DBConnectable; 
012 import datastructure.Category; 
013 import datastructure.Item; 
014 import datastructure.ProcessData; 
015  
016 public class ModelController extends DBConnectable { 
017      
018     public ArrayList<Item> getCMMIprocesses(){ 
019         ArrayList<Item> arraylist = new ArrayList<Item>(); 
020         Statement stmt2;         
021         try { 
022  
023             stmt2 = connDerby.createStatement(); 
024             sql = "SELECT \"idProcess\", \"nameProcess\" FROM 
whiteboxAppx2.processes"; 
025  
026             ResultSet rset = stmt2.executeQuery(sql); 
027  
028             while(rset.next()){ 
029                 arraylist.add(new Item(rset.getString(2), 
rset.getInt(1))); 
030             } 
031         } catch (SQLException e) { 
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032             // TODO Auto-generated catch block 
033             e.printStackTrace(); 
034         } 
035          
036          
037         return arraylist; 
038     } 
039      
040      
041     public ArrayList<Category> selectCategoriesLocally(){ 
042         ArrayList<Category> arraylist = new ArrayList<>(); 
043         if(isConnected()){ 
044             try { 
045                 Statement stmt = connDerby.createStatement(); 
046                 sql = "SELECT \"idCat\", \"nameCat\" FROM 
WHITEBOXAPPX2.categories"; 
047                 ResultSet resultCat = stmt.executeQuery(sql); 
048                  
049                 Statement stmt1 = connDerby.createStatement(); 
050                 while(resultCat.next()){ 
051                     int idCat = resultCat.getInt(1); 
052                     Category category = new 
Category(resultCat.getString(2), idCat); 
053                     arraylist.add(category); 
054                     sql = "SELECT \"idVar\", \"nameVar\" FROM 
WHITEBOXAPPX2.variables WHERE \"idCat\"=" + idCat; 
055                     ResultSet resultVar = stmt1.executeQuery(sql); 
056                     while(resultVar.next()) 
057                         for(Category cat : arraylist) 
058                             if(cat.equals(category)){ 
059 //                              System.out.println(resultVar.getString(2) 
+ " : " + idCat + "," + resultVar.getInt(1)); 
060                                 cat.addVariable(resultVar.getString(2), 
resultVar.getInt(1)); 
061                             } 
062                 }                
063             } catch (SQLException e) { 
064                 // TODO Auto-generated catch block 
065                 e.printStackTrace(); 
066             } 
067         } 
068         return arraylist; 
069     } 
070      
071     public float getMaturityLevel(int idBus){ 
072         PreparedStatement stmt1; 
073         try { 
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074             stmt1 = connDerby.prepareStatement("SELECT \"maturityLevel\" 
" 
075                     + "FROM whiteboxAppx2.businesses " 
076                     + "WHERE \"idBus\"= ?"); 
077             stmt1.setInt(1, idBus); 
078             ResultSet rset1 = stmt1.executeQuery(); 
079             if(rset1.next()) 
080                 return rset1.getFloat(1); 
081         } catch (SQLException e) { 
082             // TODO Auto-generated catch block 
083             e.printStackTrace(); 
084         } 
085         return -1; 
086     } 
087      
088     public ArrayList<Item> getParametersById(int idBus){ 
089         ArrayList<Item> results = new ArrayList<>(); 
090         if(isConnected()){ 
091             try { 
092                 Statement stmt = connDerby.createStatement(); 
093                 sql = "SELECT \"idCat\", \"idVar\" FROM 
WHITEBOXAPPX2.businessdataset WHERE \"idBus\"=" + idBus; 
094                 ResultSet resultCat = stmt.executeQuery(sql); 
095                  
096                 while(resultCat.next()){ 
097                     results.add(new Item(((Object)"nothing"), 
resultCat.getInt(2), resultCat.getInt(1)));  
098                 }                
099             } catch (SQLException e) { 
100                 // TODO Auto-generated catch block 
101                 e.printStackTrace(); 
102             } 
103         } 
104      
105         return results; 
106     } 
107      
108     public ArrayList<Item> getScores(int idBus) {  
109         ArrayList<Item> results = new ArrayList<>(); 
110         try { 
111              
112             PreparedStatement stmt1 = connDerby.prepareStatement("SELECT 
\"idBus\",thescore.\"idProcess\", " 
113                     + "\"score1\", \"score2\", \"score3\",\"nameProcess\" 
" 
114                     + "FROM whiteboxAppx2.score AS thescore, 
whiteboxAppx2.processes AS processes " 
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115                     + "WHERE \"idBus\"= ? AND 
thescore.\"idProcess\"=processes.\"idProcess\""); 
116             stmt1.setInt(1, idBus); 
117             ResultSet rset1 = stmt1.executeQuery(); 
118              
119             while(rset1.next()){ 
120                 Item item = new Item(rset1.getInt(2), 
convert(rset1.getInt(3)), convert(rset1.getInt(4)), 
convert(rset1.getInt(5))); 
121                 item.setName(rset1.getString(6)); 
122                 results.add(item); 
123                  
124             } 
125 //          for(Item item : results) 
126 //              System.out.println(item.toStringProcess()); 
127         } catch (SQLException e) { 
128             e.printStackTrace(); 
129         } 
130         return results; 
131     } 
132      
133     private double convert(int value){ 
134         if(value == 1) 
135             return 0.1; 
136         else if(value == 2) 
137             return 0.35; 
138         else if(value == 3) 
139             return 0.65; 
140         else if(value == 4) 
141             return 0.9; 
142         else 
143             return 0; 
144     } 
145      
146     public ArrayList<Item> 
getComparableScoresByParameters(ArrayList<JCheckBoxItem> parameters, int 
idBus){ 
147         return getComparedResults(getScores(idBus), 
getScoreByParameters(parameters)); 
148     } 
149      
150     public ArrayList<Item> getCompareAbleScoresByOtherId(int 
idBusToCompare, int idBus){ 
151         return getComparedResults(getScores(idBus), 
getScores(idBusToCompare)); 
152     } 
153      
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154     private ArrayList<Item> getComparedResults(ArrayList<Item> initial, 
ArrayList<Item> toCompare){ 
155         ArrayList<Item> results = new ArrayList<Item>(); 
156         for(Item data : initial){ 
157             for(Item dataToCompare : toCompare){ 
158                 if(data.getIdprocess() == dataToCompare.getIdprocess()){ 
159                     double s1 = compareScores(data.getS1(), 
dataToCompare.getS1());  
160                     double s2 = compareScores(data.getS2(), 
dataToCompare.getS2());  
161                     double s3 = compareScores(data.getS3(), 
dataToCompare.getS3());  
162                     Item item = new Item(data.getIdprocess(), s1, s2, 
s3); 
163                     item.setName(data.getName()); 
164                     results.add(item); 
165                     break; 
166                 } else 
167                     continue; 
168             } 
169         } 
170          
171         return results; 
172     } 
173      
174     private double compareScores(double initial, double toCompare){ 
175         double minInit = convertIntoMin(initial); 
176         double maxInit = convertIntoMax(initial); 
177         if(initial == 0) 
178             return -1; 
179         else if(toCompare >= minInit && toCompare <= maxInit) 
180             return 0; 
181         else if(toCompare <= minInit) 
182             return 0.9; 
183         else 
184             return 0.1; 
185     } 
186      
187     private double convertIntoMax(double value){ 
188         if(value > 0.0 && value < 0.15) 
189             value = 0.14; 
190         else if(value >= 0.15 && value < 0.50) 
191             value = 0.49; 
192         else if(value >= 0.50 && value < 0.85) 
193             value = 0.84; 
194         else if(value >= 0.85 && value <= 1.00) 
195             value = 1.00; 
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196         return value; 
197     } 
198      
199     private double convertIntoMin(double value){ 
200          
201         if(value > 0.0 && value < 0.15) 
202             value = 0.01; 
203         else if(value >= 0.15 && value < 0.50) 
204             value = 0.15; 
205         else if(value >= 0.50 && value < 0.85) 
206             value = 0.50; 
207         else if(value >= 0.85 && value <= 1.00) 
208             value = 0.85; 
209         return value; 
210     } 
211      
212     public String getCategoryName(int idCat){ 
213         String string = ""; 
214         try { 
215             sql = "SELECT \"nameCat\" " 
216                 + "FROM whiteboxAppx2.categories " 
217                 + "WHERE "; 
218             sql += "\"idCat\"=" + idCat; 
219             PreparedStatement stmt4; 
220                 stmt4 = connDerby.prepareStatement(sql); 
221              
222             ResultSet rset4 = stmt4.executeQuery(); 
223             while(rset4.next()){ 
224                 string = rset4.getString(1); 
225             } 
226         } catch (SQLException e) { 
227             // TODO Auto-generated catch block 
228             e.printStackTrace(); 
229         } 
230         return string; 
231     } 
232      
233     public int getVariableCountByCat(int idCat){ 
234         int count = 0; 
235         try { 
236             sql = "SELECT COUNT(\"idVar\") " 
237                 + "FROM whiteboxAppx2.variables " 
238                 + "WHERE "; 
239             sql += "\"idCat\"=" + idCat; 
240             PreparedStatement stmt4; 
241                 stmt4 = connDerby.prepareStatement(sql); 
242              
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243             ResultSet rset4 = stmt4.executeQuery(); 
244             while(rset4.next()){ 
245                 count = rset4.getInt(1); 
246             } 
247         } catch (SQLException e) { 
248             // TODO Auto-generated catch block 
249             e.printStackTrace(); 
250         } 
251         return count; 
252     } 
253      
254     public ArrayList<Item> getUniqueIdBus(ArrayList<JCheckBoxItem> 
parameters){ 
255         ArrayList<Item> uniqueIdBust = new ArrayList<Item>();    
256         ArrayList<Item> idBusAll = new ArrayList<Item>(); 
257         try{ 
258             double previousCat = 0; 
259             int catCount = 0; 
260             String sql3= ""; 
261             for(JCheckBoxItem checkbox : parameters){ 
262                 if(checkbox.isSelected()){ 
263                     sql3 = "SELECT \"idBus\" " 
264                             + "FROM whiteboxAppx2.businessdataset AS ds " 
265                             + "WHERE "; 
266                     sql3 += "(\"idVar\"=" + checkbox.getIdVar() + " AND 
\"idCat\"=" + checkbox.getIdCat() + ") "; 
267                     PreparedStatement stmt4 = 
connDerby.prepareStatement(sql3); 
268                     ResultSet rset4 = stmt4.executeQuery(); 
269                     while(rset4.next()){ 
270                         Item item = new Item(rset4.getInt(1), 
checkbox.getIdCat()); 
271                         if(!idBusAll.isEmpty() && 
idBusAll.contains(item)){ 
272                         } 
273                         else 
274                             idBusAll.add(item); 
275                     } 
276                     if(previousCat != checkbox.getIdCat()) 
277                         catCount++; 
278                     previousCat = checkbox.getIdCat();       
279                 } 
280             } 
281      
282             uniqueIdBust.addAll(idBusAll); 
283              
284             int itemFound = 0; 
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285             for(Item item : idBusAll){ 
286                  
287                 for(Item item2 : idBusAll){ 
288                     if(item.getIdBus() == item2.getIdBus() && 
item.getIdCat() != item2.getIdCat()){ 
289                         itemFound++; 
290                         if(uniqueIdBust.contains(item2)){ 
291                             uniqueIdBust.remove(item2); 
292                         } 
293                     } 
294                      
295                 } 
296                  
297                 if(itemFound >= catCount-1){ 
298                     uniqueIdBust.add(item); 
299                 } 
300                 itemFound = 0; 
301             } 
302         } catch(Exception e){ 
303             e.printStackTrace(); 
304         } 
305         return uniqueIdBust; 
306     } 
307      
308     public ArrayList<Item> getScoreByParameters(ArrayList<JCheckBoxItem> 
parameters){ 
309         ArrayList<Item> results = new ArrayList<Item>(); 
310         ArrayList<Item> idBusAll = new ArrayList<Item>(); 
311         ArrayList<ProcessData> processData = new 
ArrayList<ProcessData>(); 
312         try { 
313             sql = "SELECT \"nameProcess\", \"idProcess\" FROM 
whiteboxAppx2.processes"; 
314  
315             PreparedStatement stmt2 = connDerby.prepareStatement(sql); 
316             ResultSet rset2 = stmt2.executeQuery(); 
317  
318             while(rset2.next()) 
319                 processData.add(new ProcessData(rset2.getInt(2), 
rset2.getString(1))); 
320              
321             ArrayList<Item> uniqueIdBust = getUniqueIdBus(parameters); 
322  
323                      
324 //          for(Item item : uniqueIdBust) 
325 //              System.out.println(item.getIdBus()); 
326              
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327             for(Item item : uniqueIdBust){ 
328                 sql = "SELECT \"idBus\", \"idProcess\", " 
329                         + "\"score1\", \"score2\", \"score3\" " 
330                         + "FROM whiteboxAppx2.score " 
331                         + "WHERE \"idBus\"=" + item.getIdBus(); 
332  
333                  
334                 PreparedStatement stmt1 = 
connDerby.prepareStatement(sql); 
335                 ResultSet rset1 = stmt1.executeQuery(); 
336                  
337                  
338                 while(rset1.next()){ 
339                     for(ProcessData process : processData){ 
340                         if(rset1.getInt(2) == process.idProcess){ 
341                             process.addScore(convert(rset1.getInt(3)), 
convert(rset1.getInt(4)), convert(rset1.getInt(5))); 
342                             break; 
343                         } 
344                     } 
345                 }                
346             } 
347  
348             for(ProcessData process : processData){ 
349                 Item item = new Item(process.idProcess, 
process.calculateScore1(), process.calculateScore2(), 
process.calculateScore3()); 
350                 item.setName(process.name); 
351                 results.add(item); 
352             } 
353              
354         } catch (SQLException e) { 
355             e.printStackTrace(); 
356         } 
357         return results; 
358     } 
359      
360     public ModelController(){ 
361         setConnection("Derby"); 
362         } 
363 } 
M.14 – Model 
01 package maturitymodel_gui; 
02  
03 import java.awt.Font; 
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04 import java.awt.FontMetrics; 
05 import java.awt.Graphics; 
06 import java.awt.Graphics2D; 
07 import java.util.ArrayList; 
08  
09 import javax.swing.JComponent; 
10  
11 import datastructure.Item; 
12  
13 public class Model extends JComponent{ 
14   
15  public int frameWidth, frameHeight; 
16  public ArrayList<Group> groups = new ArrayList<Group>(); 
17  private String maturityLevel, parameters, numberOfCases = ""; 
18  public int parameterCount = 0; 
19  
20  public Model(double width, double height){ 
21      this.frameWidth = (int) width; 
22      this.frameHeight = (int) height; 
23      double hp = 0.1; 
24      addGroup(10, (int) (height*hp), "Projekt - Styring", 1); 
25      addGroup((int) ((width/4) + 10), (int) (height*hp), "Udvikling", 1); 
26      addGroup((int) ((width/4)*2 + 10), (int) (height*hp), "Støtte", 1); 
27      addGroup((int) ((width/4)*3 + 10), (int) (height*hp), "Organisation", 
1); 
28  } 
29   
30  public void setModelData(ArrayList<Item> results){ 
31      for(Group group : groups){ 
32          group.setData(results); 
33      }    
34  } 
35   
36  private void addGroup(int x, int y, String name, int averageScore){ 
37      this.groups.add(new Group(x, y, name, averageScore)); 
38  } 
39       
40  public void paintComponent(Graphics g){ 
41      System.out.println("PaintComponent ran"); 
42      Graphics2D g2 = (Graphics2D) g; 
43      Font font = new Font("Serif", Font.BOLD, 30); 
44      g2.setFont(font); 
45      g2.drawString(this.maturityLevel, this.frameWidth/50, 
this.frameHeight/25); 
46      if(parameterCount < 10){ 
47          g2.drawString(this.parameters, this.frameWidth/50, 
this.frameHeight/14);             
Pries-Heje & Olsen 
 
 
S i d e  414 | 471 
 
 
48           
49      } else if(parameterCount >= 10){ 
50          Font font2 = new Font("Serif", Font.BOLD, 20); 
51          g2.setFont(font2); 
52          g2.drawString(this.parameters, this.frameWidth/50, 
this.frameHeight/14); 
53      } 
54      if(this.numberOfCases.length() != 0){ 
55          FontMetrics fm = g.getFontMetrics(); 
56          g2.drawString(this.numberOfCases, this.frameWidth - 
(fm.stringWidth(this.numberOfCases) + this.frameWidth/50), 
this.frameHeight/25); 
57      } 
58      for(Group group : groups){ 
59          group.setSize(frameWidth/4, frameHeight - (frameHeight/10)); 
60          group.display(g2); 
61      } 
62      System.out.println("End of PaintComponent"); 
63  } 
64   
65  public String getNumberOfCases() { 
66      return numberOfCases; 
67  } 
68  
69  public void setNumberOfCases(String numberOfCases) { 
70      this.numberOfCases = numberOfCases; 
71  } 
72  public String getMaturityLevel() { 
73      return maturityLevel; 
74  } 
75  
76  public void setMaturityLevel(String maturityLevel) { 
77      this.maturityLevel = maturityLevel; 
78  } 
79  
80  public String getParameters() { 
81      return parameters; 
82  } 
83  
84  public void setParameters(String parameters) { 
85      this.parameters = parameters; 
86  } 
87 } 
M.15 – Group 
001 package maturitymodel_gui; 
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002  
003 import java.awt.Font; 
004 import java.awt.FontMetrics; 
005 import java.awt.Graphics2D; 
006 import java.awt.RenderingHints; 
007 import java.awt.image.BufferedImage; 
008 import java.io.IOException; 
009 import java.util.ArrayList; 
010  
011 import javax.imageio.ImageIO; 
012  
013 import org.apache.derby.impl.tools.sysinfo.Main; 
014  
015 import datastructure.Item; 
016  
017 public class Group{ 
018  
019     private String name; 
020     private int x, y, width, height, heightTop, heightMid, heightBot; 
021     private ArrayList<Process> processes = new ArrayList<Process> (); 
022     private BufferedImage imgTop, imgMid, imgBot; 
023     private double avGroupScore = 0; 
024  
025     public Group( int x, int y, String name, double averageScore){ 
026         setName(name); 
027         this.x = x; 
028         this.y = y; 
029         state(averageScore); 
030         switch (getName()) { 
031         case "Projekt - Styring": 
032             addProcess("Supplier Agreement Management", "SAM", 0, 0, 0); 
033             addProcess("Integrated Project Man. + IPPD","IPM", 0, 0, 0); 
034             addProcess("Risk Management", "RISK", 0, 0, 0); 
035             addProcess("Project Planning", "PP", 0, 0, 0); 
036             addProcess("Project Monitoring & Control", "PMC", 0, 0, 0); 
037             addProcess("Quantitative Project Management","QPM", 0, 0, 0); 
038             break; 
039  
040         case "Udvikling": 
041             addProcess("Requirements Developments", "RD", 0, 0, 0); 
042             addProcess("Technical Solution", "TS", 0, 0, 0); 
043             addProcess("Product Integration", "DI", 0, 0, 0); 
044             addProcess("Verification", "VER", 0, 0, 0); 
045             addProcess("Validation", "VAL", 0, 0, 0); 
046             addProcess("Requirements Management", "REQM", 0, 0, 0); 
047             break; 
048              
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049         case "Støtte": 
050             addProcess("Casual Analysis and Resolution", "CAR", 0, 0, 0); 
051             addProcess("Decision Analysis and Resolution", "DAR", 0, 0, 
0); 
052             addProcess("Configuration Management", "CM", 0, 0, 0); 
053             addProcess("Process & Product QA", "PPQA", 0, 0, 0); 
054             addProcess("Measurement & Analysis", "M&A", 0, 0, 0); 
055             break; 
056              
057         case "Organisation": 
058             addProcess("Org. Inn. & Development", "OID", 0, 0, 0); 
059             addProcess("Org. Process Performance", "OPP", 0, 0, 0); 
060             addProcess("Org. Process Focus", "OPF", 0, 0, 0); 
061             addProcess("Org. Process Definition", "OPD", 0, 0, 0); 
062             addProcess("Org Training", "OT", 0, 0, 0); 
063             break; 
064         default: 
065             System.out.println("No processes were initialized"); 
066             break; 
067         } 
068     } 
069      
070     public void state(double averageScore){ 
071         try { 
072             if(averageScore > 0 && averageScore < 0.15){ 
073                 setImgTop(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_04.png"))); 
074                 setImgMid(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_10.png"))); 
075                 setImgBot(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_15.png"))); 
076             } 
077             else if(averageScore >= 0.15 && averageScore < 0.50){ 
078                 setImgTop(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_06.png"))); 
079                 setImgMid(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_12.png"))); 
080                 setImgBot(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_17.png"))); 
081             } 
082             else if(averageScore >= 0.50 && averageScore < 0.85){ 
083                 setImgTop(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_05.png"))); 
084                 setImgMid(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_11.png"))); 
085                 setImgBot(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_16.png"))); 
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086             } 
087             else if(averageScore >= 0.85 && averageScore <= 1){ 
088                 setImgTop(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_03.png"))); 
089                 setImgMid(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_09.png"))); 
090                 setImgBot(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_14.png"))); 
091             } 
092             else { 
093                 setImgTop(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_07.png"))); 
094                 setImgMid(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_13.png"))); 
095                 setImgBot(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2_18.png")));   
096             } 
097         } catch (IOException e) { 
098             // TODO Auto-generated catch block 
099             e.printStackTrace(); 
100         } 
101     } 
102      
103     private Item getItemByName(String name, ArrayList<Item> results){ 
104         for(Item item : results) 
105             if(item.getName().equals(name)) 
106                 return item; 
107         return null; 
108     } 
109          
110     public void setData(ArrayList<Item> results){ 
111         int index = 0; 
112         for(Process process : this.getProcesses()){ 
113             Item item = getItemByName(process.getAbbr(), results); 
114             process.setScoreState(item.getS1(), item.getS2(), 
item.getS3()); 
115             if(isNotZero(item.getS1())){ 
116                 index++; 
117                 this.avGroupScore = this.avGroupScore + item.getS1();                
118             } 
119             if(isNotZero(item.getS2())){ 
120                 index++; 
121                 this.avGroupScore = this.avGroupScore + item.getS2();  
122             } 
123             if(isNotZero(item.getS3())){ 
124                 index++; 
125                 this.avGroupScore = this.avGroupScore + item.getS3();  
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126             } 
127         } 
128         state(this.avGroupScore/index); 
129     } 
130      
131     private boolean isNotZero(double value){ 
132         if(value != 0.0) 
133             return true; 
134         return false; 
135     } 
136      
137     public void display(Graphics2D g2) { 
138         g2.drawImage(this.imgTop, this.x, this.y, width, heightTop, 
null); 
139         g2.drawImage(this.imgMid, this.x, this.y+heightTop, width, 
heightMid, null); 
140         g2.drawImage(this.imgBot, this.x, this.y+heightTop+heightMid, 
width, heightBot, null); 
141  
142         for(Process process : processes){ 
143             process.display(g2); 
144         } 
145          
146         g2.setRenderingHint(RenderingHints.KEY_ANTIALIASING, 
147                 RenderingHints.VALUE_ANTIALIAS_ON); 
148         double size = 0; 
149         if(this.width*4 <= 842) 
150             size = 18; 
151         else 
152             size =30; 
153             Font font = new Font("Calibri", Font.BOLD, (int) size); 
154             g2.setFont(font); 
155              
156 //          drawCenteredString(this.name, this.width - 
(Math.round((this.width / 100) * 8) + (Math.round((this.width / 100) * 5) * 
2)), g2); 
157             drawCenteredString(this.name, this.x, g2, size); 
158     } 
159      
160     private int calculateWidth(){ 
161         return this.width - Math.round((this.width / 100) * 16); 
162     } 
163      
164     public void drawCenteredString(String s, int w, Graphics2D g, double 
size) { 
165         FontMetrics fm = g.getFontMetrics(); 
166         int x = this.x + (calculateWidth()/2) - (fm.stringWidth(s)/2); 
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167         //      int x = (int) (((w - fm.stringWidth(s)) / 2) + 
Math.round((this.width / 100) * 5) * 1.2); 
168         int y = (int) (this.y + (size) + (this.heightTop/2)); 
169         g.drawString(s, x, y); 
170       } 
171      
172     public void setSize(int width, int height){ 
173         this.width = width; 
174         this.height = height; 
175         this.heightTop = (int) (height * 0.08); 
176         this.heightMid = (int) (height * 0.88);  
177         this.heightBot = (int) (height * 0.04); 
178         setProcessLocations(); 
179     } 
180      
181     public void addProcess(String name, String abbr, int score1, int 
score2, int score3){ 
182         this.processes.add(new Process(name, abbr, score1, score2, 
score3)); 
183     } 
184  
185     public String getName() { 
186         return name; 
187     } 
188  
189     public void setName(String name) { 
190         this.name = name; 
191     } 
192      
193     public ArrayList<Process> getProcesses() { 
194         return processes; 
195     } 
196  
197     public void setProcesses(ArrayList<Process> processes) { 
198         this.processes = processes; 
199     } 
200      
201     public BufferedImage getImgTop() { 
202         return imgTop; 
203     } 
204  
205     public void setImgTop(BufferedImage imgTop) { 
206         this.imgTop = imgTop; 
207     } 
208  
209     public BufferedImage getImgMid() { 
210         return imgMid; 
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211     } 
212  
213     public void setImgMid(BufferedImage imgMid) { 
214         this.imgMid = imgMid; 
215     } 
216  
217     public BufferedImage getImgBot() { 
218         return imgBot; 
219     } 
220  
221     public void setImgBot(BufferedImage imgBot) { 
222         this.imgBot = imgBot; 
223     } 
224      
225     public String toString(){ 
226         return this.name + " Starting at: " + this.x + "," + this.y; 
227     } 
228      
229     public String toStringContent(){ 
230         String output = this.name; 
231         for(Process process : processes){ 
232             output += "\n"; 
233             output += process.toStringScores(); 
234         } 
235         return output; 
236     } 
237      
238     private void setProcessLocations(){ 
239         for(Process process : processes){ 
240             process.setLocation(this.x, this.y+this.heightTop + 
((heightMid/10)*(setPosition(process.getAbbr()) - 1)), width, heightMid); 
241         } 
242     } 
243      
244     public int setPosition(String abbr){ 
245         switch (abbr) { 
246         case "CAR": 
247             return 1; 
248         case "OID": 
249             return 1; 
250         case "QPM": 
251             return 2; 
252         case "OPP": 
253             return 2; 
254         case "RD": 
255             return 3; 
256         case "OPF": 
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257             return 3; 
258         case "IPM": 
259             return 4; 
260         case "TS": 
261             return 4; 
262         case "DAR": 
263             return 4; 
264         case "OPD": 
265             return 4; 
266         case "RISK": 
267             return 5; 
268         case "DI": 
269             return 5; 
270         case "OT": 
271             return 5; 
272         case "VER": 
273             return 6; 
274         case "VAL": 
275             return 7; 
276         case "PP": 
277             return 8; 
278         case "CM": 
279             return 8; 
280         case "PMC": 
281             return 9; 
282         case "REQM": 
283             return 9; 
284         case "PPQA": 
285             return 9; 
286         case "SAM": 
287             return 10; 
288         case "M&A": 
289             return 10; 
290         default: 
291             return 0; 
292         } 
293     } 
294 } 
M.16 – Process 
001 package maturitymodel_gui; 
002  
003 import java.awt.Font; 
004 import java.awt.FontMetrics; 
005 import java.awt.Graphics2D; 
006 import java.awt.RenderingHints; 
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007  
008  
009 public class Process { 
010      
011     private String name, abbr; 
012     private int x, y, width, height, scoreWidth, scoreHeight, widthScale, 
widthSpace, widthStart; 
013     private Score score1, score2, score3; 
014      
015     public Process(String name, String abbr, double score1, double 
score2, double score3){ 
016         this.setName(name); 
017         this.setAbbr(abbr); 
018         this.score1 = new Score(score1); 
019         this.score2 = new Score(score2); 
020         this.score3 = new Score(score3); 
021     } 
022      
023     public void setLocation(int x, int y, int width, int height){ 
024         this.x = x; 
025         this.y = y; 
026         this.width = width; 
027         this.height = height; 
028  
029         this.scoreHeight = this.height / 10; 
030         this.widthScale = Math.round((this.width / 100) * 24); 
031         this.widthSpace = Math.round((this.width / 100) * 5); 
032         this.widthStart = Math.round((this.width / 100) * 8); 
033         this.scoreWidth = (this.width - (this.widthScale + 
this.widthStart)) / 3; 
034         setScore(); 
035     } 
036      
037     private void setScore(){ 
038         this.score1.setX(this.x+this.widthStart); 
039         this.score1.setY(this.y); 
040         this.score2.setX(this.x+this.widthStart + scoreWidth); 
041         this.score2.setY(this.y); 
042         this.score3.setX(this.x+this.widthStart + scoreWidth + 
scoreWidth); 
043         this.score3.setY(this.y);    
044     } 
045      
046     public void setScoreState(double score1, double score2, double 
score3){ 
047         this.score1.setScore(score1); 
048         this.score2.setScore(score2); 
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049         this.score3.setScore(score3); 
050     } 
051  
052     public void display(Graphics2D g2){ 
053         score1.setSize(scoreWidth, (int) (scoreHeight * 0.6)); 
054         score2.setSize(scoreWidth, (int) (scoreHeight * 0.6)); 
055         score3.setSize(scoreWidth, (int) (scoreHeight * 0.6)); 
056         score1.display(g2); 
057         score2.display(g2); 
058         score3.display(g2); 
059         g2.setRenderingHint(RenderingHints.KEY_ANTIALIASING, 
060                 RenderingHints.VALUE_ANTIALIAS_ON); 
061         double size = 0; 
062         if(this.width*4 <= 842) 
063             size = 0.223; 
064         else 
065             size = 0.24; 
066             Font font = new Font("Calibri", Font.BOLD, (int) 
(this.scoreHeight * size)); 
067             g2.setFont(font); 
068  
069             drawCenteredString(getName(), g2); 
070          
071     } 
072      
073     public void drawCenteredString(String s, Graphics2D g) { 
074         FontMetrics fm = g.getFontMetrics(); 
075         int x = this.x + ((this.width - this.widthScale) + 
this.widthStart) / 2 - (fm.stringWidth(s)/2); 
076          
077 //      int x = (this.width / 2 - (fm.stringWidth(s) / 2)) - 25 + this.x; 
078         int y = this.y  + (int) (scoreHeight * 0.9); 
079         g.drawString(s, x, y); 
080       } 
081      
082     public String toStringScores(){ 
083         String output = score1.toString(); 
084         output += "\n"; 
085         output += score2.toString(); 
086         output += "\n"; 
087         output += score3.toString(); 
088         return output; 
089     } 
090      
091     public String toString(){ 
092         return this.x + "," + this.y;  
093     } 
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094      
095     public int getX() { 
096         return x; 
097     } 
098  
099     public void setX(int x) { 
100         this.x = x; 
101     } 
102  
103     public int getY() { 
104         return y; 
105     } 
106  
107     public void setY(int y) { 
108         this.y = y; 
109     } 
110  
111     public int getScoreWidth() { 
112         return scoreWidth; 
113     } 
114  
115     public void setScoreWidth(int scoreWidth) { 
116         this.scoreWidth = scoreWidth; 
117     } 
118  
119     public int getScoreHeight() { 
120         return scoreHeight; 
121     } 
122  
123     public void setScoreHeight(int scoreHeight) { 
124         this.scoreHeight = scoreHeight; 
125     } 
126  
127     public Score getScore1() { 
128         return score1; 
129     } 
130  
131     public void setScore1(Score score1) { 
132         this.score1 = score1; 
133     } 
134  
135     public Score getScore2() { 
136         return score2; 
137     } 
138  
139     public void setScore2(Score score2) { 
140         this.score2 = score2; 
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141     } 
142  
143     public Score getScore3() { 
144         return score3; 
145     } 
146  
147     public void setScore3(Score score3) { 
148         this.score3 = score3; 
149     } 
150  
151     public String getName() { 
152         return name; 
153     } 
154  
155     public void setName(String name) { 
156         this.name = name; 
157     } 
158  
159     public String getAbbr() { 
160         return abbr; 
161     } 
162  
163     public void setAbbr(String abbr) { 
164         this.abbr = abbr; 
165     } 
166 } 
M.17 – Score 
001 package maturitymodel_gui; 
002  
003 import java.awt.Color; 
004 import java.awt.Font; 
005 import java.awt.FontMetrics; 
006 import java.awt.Graphics; 
007 import java.awt.Graphics2D; 
008 import java.awt.image.BufferedImage; 
009 import java.io.IOException; 
010 import java.sql.Connection; 
011  
012 import javax.imageio.ImageIO; 
013  
014 import org.apache.derby.impl.tools.sysinfo.Main; 
015  
016 public class Score { 
017      
018     private int x, y, width = 80, height = 30; 
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019     private double score; 
020     private BufferedImage img; 
021      
022     public Score(double score){ 
023         this.score = score; 
024         state(this.score); 
025     } 
026      
027     /** 
028      * This method determines the color of this score. The scores are as 
follows: <br> 
029      * 0 = gray <br> 1 = green <br> 2 = yellow <br> 3 = orange <br> 4 = 
red  
030      *  
031      * @param       score: 0 to 4 
032      * @return      Connection to MySQL server 
033      * @see         Connection 
034      */ 
035     private void state(double score){ 
036         try { 
037             if(score > 0 && score < 0.15) 
038                 setImg(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2-Recovered_23.png"))); 
039             else if(score >= 0.15 && score < 0.50) 
040                 setImg(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2-Recovered_27.png")));                
041             else if(score >= 0.50 && score < 0.85) 
042                 setImg(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2-Recovered_25.png"))); 
043             else if(score >= 0.85 && score <= 1) 
044                 setImg(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2-Recovered_21.png"))); 
045             else  
046                 setImg(ImageIO.read( 
Main.class.getResource("/images/whiteboxModel2-Recovered_29.png"))); 
047         } catch (IOException e) { 
048             // TODO Auto-generated catch block 
049             e.printStackTrace(); 
050         } 
051     } 
052      
053     public void display(Graphics2D g2){ 
054         g2.drawImage(this.img, this.x, this.y, width, height, null); 
055         if(score==-1){ 
056             Font f = new Font("SansSerif", Font.BOLD, 12); 
057             g2.setColor(Color.black); 
058             g2.setFont(f); 
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059             drawCenteredString("N/A", g2); 
060 //          drawCenteredString(Double.toString(score), g2); 
061         } 
062     } 
063      
064     public void drawCenteredString(String s, Graphics g) { 
065         FontMetrics fm = g.getFontMetrics(); 
066         int x = this.x + (this.width/2) - ((fm.stringWidth(s)) / 2); 
067         int y = this.y +(this.height/2) + ((fm.getAscent()) / 2); 
068         g.drawString(s, x, y); 
069     } 
070      
071     public double getScore() { 
072         return score; 
073     } 
074  
075     public void setScore(double score1) { 
076         this.score = score1; 
077         state(score1); 
078     } 
079  
080     public BufferedImage getImg() { 
081         return img; 
082     } 
083  
084     public void setImg(BufferedImage img) { 
085         this.img = img; 
086     } 
087      
088     public String toString(){ 
089         return "(" + this.x + "," + this.y + ") & Height/Width: " + 
height + "," + width; 
090     } 
091      
092     public int getX() { 
093         return x; 
094     } 
095  
096     public void setX(int x) { 
097         this.x = x; 
098     } 
099  
100     public int getY() { 
101         return y; 
102     } 
103  
104     public void setY(int y) { 
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105         this.y = y; 
106     } 
107  
108     public int getWidth() { 
109         return width; 
110     } 
111  
112     public void setWidth(int width) { 
113         this.width = width; 
114     } 
115  
116     public int getHeight() { 
117         return height; 
118     } 
119  
120     public void setHeight(int height) { 
121         this.height = height; 
122     } 
123  
124     public void setSize(int scoreWidth, int scoreHeight) { 
125         this.width = scoreWidth; 
126         this.height = scoreHeight; 
127     } 
128 } 
129  
M.18 – ProcessData 
01 package datastructure; 
02  
03 import java.util.ArrayList; 
04  
05 public class ProcessData{ 
06   
07  public String name; 
08  public int idProcess; 
09  public ArrayList<ScoreData> scores = new ArrayList<ScoreData>(); 
10   
11  public ProcessData(int idProcess, String name){ 
12      this.name = name; 
13      this.idProcess = idProcess; 
14  } 
15  
16  public String toString(){ 
17      String string = ""; 
18      for(ScoreData score : scores) 
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19          string += score.score1 + ", " + score.score2 + ", " + 
score.score3 + "\n"; 
20      return string; 
21  } 
22   
23  public double calculateScore1(){ 
24      double sum = 0, avgCount = 0; 
25      for(ScoreData score : scores){ 
26          if(score.score1 > 0){ 
27              sum += score.score1; 
28              avgCount++; 
29          } 
30      } 
31       
32       
33      if(avgCount >= 0) 
34          return sum/avgCount; 
35      else 
36          return sum; 
37  } 
38   
39  public double calculateScore2(){ 
40      double sum = 0, avgCount = 0; 
41      for(ScoreData score : scores){ 
42          if(score.score2 > 0){ 
43              sum += score.score2; 
44              avgCount++; 
45          } 
46      } 
47      if(avgCount >= 0) 
48          return sum/avgCount; 
49      else 
50          return sum; 
51  } 
52   
53  public double calculateScore3(){ 
54      double sum = 0, avgCount = 0; 
55      for(ScoreData score : scores){ 
56          if(score.score3 > 0){ 
57              sum += score.score3; 
58              avgCount++; 
59          } 
60      } 
61      if(avgCount >= 0) 
62          return sum/avgCount; 
63      else 
64          return sum; 
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65  } 
66   
67  public void addScore(double score1, double score2, double score3){ 
68 //       System.out.println(score1 + ", " + score2 + ", " + score3); 
69      this.scores.add(new ScoreData(score1, score2, score3)); 
70  } 
71   
72  private class ScoreData { 
73       
74      public double score1, score2, score3; 
75       
76      public ScoreData(double score1, double score2, double score3){ 
77          this.score1 = score1; 
78          this.score2 = score2; 
79          this.score3 = score3; 
80      } 
81  } 
82 } 
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Bilag N – Stand alone program (Sprint 4) 
Dette bilagsdokument repræsentere stand alone programmet for sprint 4 Det er muligt at finde en 
eksekverbar fil i Bilagsdokumenter\Stand Alone Program\Sprint 4\whitebox.jar. Source koden for dette 
kan se i de følgende afsnit, men også liggende i Bilagsdokumenter\Stand Alone Program\Sprint 4\Source 
Code\ 
Reference Beskrivelse Side 
N.1 MainBoundary 431 
N.2 InputProcessBoundary 435 
N.3 InputProcessController 438 
N.4 DisplayFirmBoundary 440 
N.5 DisplayFirmController 451 
N.6 DisplyaProcessBoundary 456 
N.7 DisplayProcessController 461 
N.8 ProcessTable 466 
N.1 - MainBoundary 
001 package datahandlingsystem; 
002  
003  
004 import java.awt.BorderLayout; 
005 import java.awt.Color; 
006 import java.awt.Dimension; 
007 import java.awt.Graphics; 
008 import java.awt.Insets; 
009 import java.awt.Toolkit; 
010 import java.awt.event.KeyEvent; 
011 import java.awt.image.BufferedImage; 
012 import java.io.IOException; 
013 import java.net.URL; 
014  
015 import javax.imageio.ImageIO; 
016 import javax.swing.JFrame; 
017 import javax.swing.JPanel; 
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018 import javax.swing.JTabbedPane; 
019 import javax.swing.UIManager; 
020  
021 import org.apache.derby.impl.tools.sysinfo.Main; 
022  
023 /** 
024  * The MainBoundry class is the initiation of the datahandling system. 
This boundry (GUI)  
025  * utilize other boundries which is related to the datahandling system.  
026  *  
027  * @author      Anders Olsen & Rasmus Pries-Heje 
028  * @version     v.1-0, 21/03/2015 
029  * @see         Class 
030  */ 
031 public class MainBoundry extends JFrame{ 
032      
033     private boolean DEBUG = false; 
034     protected MainController dataHandling = new MainController(); 
035    
036      
037     public MainBoundry() { 
038         // Make sure that the database is made 
039         dataHandling.setupDatabase(); 
040          
041         Dimension screenSize = 
Toolkit.getDefaultToolkit().getScreenSize(); 
042         screenSize.setSize(new Dimension(screenSize.width, 
screenSize.height - 40)); 
043         this.setSize(screenSize); 
044         
045         JPanel mainPanel = new JPanel(); 
046         mainPanel.setLayout(new BorderLayout()); 
047         mainPanel.setBackground(Color.white); 
048  
049          
050         // Setup the UIManager for TabbedPanes as... 
051         UIManager.put("TabbedPane.borderHightlightColor", 
java.awt.Color.white);  
052         UIManager.put("TabbedPane.darkShadow", java.awt.Color.white);  
053         UIManager.put("TabbedPane.light", java.awt.Color.white); 
054         UIManager.put("TabbedPane.selectHighlight", 
java.awt.Color.white); 
055         UIManager.put("TabbedPane.darkShadow", java.awt.Color.white); 
056         UIManager.put("TabbedPane.focus", new java.awt.Color(210, 211, 
213)); 
057         UIManager.put("TabbedPane.contentBorderInsets", new Insets(0, 0, 
1, 0));  
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058          
059          
060         JTabbedPane tabbedPane = new JTabbedPane(); 
061          
062         Dimension centerSize = new Dimension((int) (screenSize.width * 
0.98), (int) (screenSize.height * 0.90)); 
063          
064         final InputFirmBoundry firmContent = new 
InputFirmBoundry(centerSize); 
065         firmContent.setOpaque(true); //content panes must be opaque 
066         tabbedPane.addTab("Opret Virksomhed", firmContent); 
067         tabbedPane.setMnemonicAt(0, KeyEvent.VK_1); 
068  
069         final InputProcessesBoundry measurementsContent = new 
InputProcessesBoundry(centerSize); 
070         measurementsContent.setOpaque(true); //content panes must be 
opaque 
071         tabbedPane.addTab("Indtast Processer", measurementsContent); 
072         tabbedPane.setMnemonicAt(1, KeyEvent.VK_2); 
073  
074         final ModelBoundry newmodel = new ModelBoundry(centerSize); 
075         newmodel.setOpaque(true); //content panes must be opaque 
076         tabbedPane.addTab("Model", newmodel); 
077         tabbedPane.setMnemonicAt(2, KeyEvent.VK_3); 
078          
079         final DisplayFirmsBoundry showfirms = new 
DisplayFirmsBoundry(centerSize); 
080         showfirms.setOpaque(true); //content panes must be opaque 
081         tabbedPane.addTab("Vis virksomheds id'er", showfirms); 
082         tabbedPane.setMnemonicAt(3, KeyEvent.VK_4); 
083          
084         final DisplayProcessBoundry showProcess = new 
DisplayProcessBoundry(centerSize); 
085         showProcess.setOpaque(true); //content panes must be opaque 
086         tabbedPane.addTab("Vis virksomheders procesdata", showProcess); 
087         tabbedPane.setMnemonicAt(4, KeyEvent.VK_5); 
088          
089          
090         ImagePanel topImage = new 
ImagePanel(Main.class.getResource("/images/WhiteBox.png"), true); 
091          
092         ImagePanel botImage = new 
ImagePanel(Main.class.getResource("/images/undertitle.png"), false); 
093          
094         mainPanel.add(topImage, BorderLayout.NORTH); 
095         mainPanel.add(tabbedPane, BorderLayout.CENTER); 
096         mainPanel.add(botImage, BorderLayout.SOUTH); 
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097         setContentPane(mainPanel); 
098  
099         this.setDefaultCloseOperation(JFrame.EXIT_ON_CLOSE); 
100          
101         for (int i = 0; i < getContentPane().getComponentCount(); i++) { 
102             getContentPane().getComponent(i).setBackground(Color.white); 
103         } 
104          
105         setVisible(true); 
106          
107     } 
108      
109     /** 
110      * Create the GUI and show it.  For thread safety, 
111       * this method should be invoked from the 
112       * event-dispatching thread. 
113       */ 
114     public static void main(String[] args){ 
115         new MainBoundry(); 
116         //Schedule a job for the event-dispatching thread: 
117         //creating and showing this application's GUI. 
118 //        javax.swing.SwingUtilities.invokeLater(new Runnable() { 
119 //            public void run() { 
120 //        
121 //            } 
122 //        }); 
123     } 
124          
125     public boolean isDEBUG() { 
126         return this.DEBUG; 
127     } 
128      
129     public void setDEBUG(boolean dEBUG) { 
130         this.DEBUG = dEBUG; 
131         if(isDEBUG()){ 
132             this.dataHandling.setDEBUG(dEBUG); 
133         } 
134     } 
135      
136     /** 
137      * This is a private calss with the MainBoundry. It is used to 
display images that painted through the entire program. 
138      *  
139      * @see Class 
140      * 
141      */ 
142     private class ImagePanel extends JPanel{ 
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143          
144         private BufferedImage image; 
145         private int x; 
146          
147         /** 
148          * Constructs a JPanel which contains a BufferedImage and a 
boolean which check whether the image is supposed to be  
149          * centered or not. True will center the image on the x-axis 
based on the width of the screen, whereas false will position  
150          * it at 0 on the x-axis. 
151          *  
152          * @param url - path of the image to be painted 
153          * @param center - centers the image based on the screen width 
154          */ 
155         public ImagePanel(URL url, boolean center) { 
156            try {                 
157               image = ImageIO.read(url); 
158               centerImage(center); 
159            } catch (IOException ex) { 
160                 // handle exception... 
161            } 
162         } 
163          
164         @Override 
165         public Dimension getPreferredSize() { 
166             return (new Dimension(image.getWidth(), image.getHeight())); 
167         } 
168           
169         private void centerImage(boolean set){ 
170             if(set) 
171                 x = Toolkit.getDefaultToolkit().getScreenSize().width/2 - 
(image.getWidth()/2); 
172             else 
173                 x = 0; 
174         } 
175          
176         @Override 
177         protected void paintComponent(Graphics g) { 
178             super.paintComponent(g); 
179             g.drawImage(image, x, 0, null);        
180         } 
181          
182     } 
183 } 
N.2 - InputProcessBoundary 
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01 package datahandlingsystem; 
02  
03 import guiutilities.ColumnGroup; 
04 import guiutilities.GroupableTableHeader; 
05 import guiutilities.ProcessTable; 
06  
07 import java.awt.Dimension; 
08 import java.awt.FlowLayout; 
09 import java.util.ArrayList; 
10  
11 import javax.swing.JButton; 
12 import javax.swing.JOptionPane; 
13 import javax.swing.JPanel; 
14 import javax.swing.JScrollPane; 
15 import javax.swing.JTable; 
16 import javax.swing.table.DefaultTableModel; 
17 import javax.swing.table.JTableHeader; 
18 import javax.swing.table.TableColumn; 
19 import javax.swing.table.TableColumnModel; 
20 import javax.swing.table.TableModel; 
21  
22 import datastructure.CompanyEntry; 
23 import datastructure.Item; 
24  
25 public class InputProcessesBoundry extends JPanel { 
26  
27  private boolean DEBUG = false; 
28  private Dimension screenSize; 
29  private InputProcessesController dataHandling = new 
InputProcessesController(); 
30  private ProcessTable table; 
31  private JScrollPane scroll; 
32  
33   
34  public InputProcessesBoundry(Dimension screenSize) { 
35      this.screenSize = screenSize.getSize(); 
36      setLayout(new FlowLayout(FlowLayout.RIGHT)); 
37      this.screenSize.setSize(this.screenSize.getWidth(), 
this.screenSize.getHeight() * 0.1); 
38  
39      table = new ProcessTable(this.screenSize, 
dataHandling.getCMMIprocesses()); 
40      scroll = new JScrollPane(table); 
41      add(scroll); 
42  
43      JButton saveBtn = new JButton("Gem lokalt"); 
44      saveBtn.setToolTipText("Gemmer data på din maskine"); // Adding 
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45                                               
46      JPanel southPanel = new JPanel(); 
47      add(southPanel); 
48      southPanel.add(saveBtn); 
49      saveBtn.addActionListener(new java.awt.event.ActionListener() { 
50          @Override 
51          public void actionPerformed(java.awt.event.ActionEvent evt) { 
52              CompanyEntry company = table.handleProcessScores(); 
53              table.errorHandling(scroll); 
54              if(table.error == table.NO_ERROR) 
55                  table.error = dataHandling.newCompanyEntry(company); 
56              if(table.error == table.ID_ALREADY_EXSIST) 
57                  JOptionPane.showMessageDialog(scroll, "Det indtastet 
virksomheds id eksistere allerede", "Fejl", JOptionPane.ERROR_MESSAGE); 
58              else if(table.error == table.ID_DO_NOT_EXSIST) 
59                  JOptionPane.showMessageDialog(scroll, "Virksomheds id 
eksistere ikke i databasen (Er ikke oprettet)", "Fejl", 
JOptionPane.ERROR_MESSAGE); 
60              else if(table.error == table.NO_ERROR) 
61                  JOptionPane.showMessageDialog(scroll, "Indtastning 
Gemt"); 
62          } 
63      }); 
64  
65      JButton removeBtn = new JButton("Clear"); 
66      removeBtn.setToolTipText("Fjern tekst"); // Adding Tool 
67      southPanel.add(removeBtn); 
68      removeBtn.addActionListener(new java.awt.event.ActionListener() { 
69          @Override 
70          public void actionPerformed(java.awt.event.ActionEvent evt) { 
71              TableModel model = table.getModel(); 
72              for(int row = 0, col = 0; row < model.getRowCount(); col++) 
73                  if(col < model.getColumnCount()) 
74                      model.setValueAt("", row, col); 
75                  else 
76                      row++; 
77          } 
78      }); 
79  } 
80   
81  public boolean isDEBUG() { 
82      return DEBUG; 
83  } 
84  
85  public void setDEBUG(boolean dEBUG) { 
86      DEBUG = dEBUG; 
87  } 
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88   
89  public ProcessTable getTable() { 
90      return table; 
91  } 
92  
93  public void setTable(ProcessTable table) { 
94      this.table = table; 
95  } 
96 } 
N.3 - InputProcessController 
01 package datahandlingsystem; 
02  
03 import java.sql.ResultSet; 
04 import java.sql.SQLException; 
05 import java.sql.Statement; 
06 import java.util.ArrayList; 
07  
08 import datahandlers.DBConnectable; 
09 import datastructure.CompanyEntry; 
10 import datastructure.Item; 
11  
12 public class InputProcessesController extends DBConnectable { 
13  
14  private boolean DEBUG = false; 
15  
16  public InputProcessesController () { 
17      setConnection("Derby"); 
18  } 
19  
20  public ArrayList<Item> getCMMIprocesses(){ 
21      ArrayList<Item> arraylist = new ArrayList<Item>(); 
22      Statement stmt2;         
23      try { 
24  
25          stmt2 = connDerby.createStatement(); 
26          sql = "SELECT \"idProcess\", \"nameProcess\" FROM 
whiteboxAppx2.processes"; 
27  
28          ResultSet rset = stmt2.executeQuery(sql); 
29  
30          while(rset.next()){ 
31              arraylist.add(new Item(rset.getString(2), rset.getInt(1))); 
32          } 
33      } catch (SQLException e) { 
34          // TODO Auto-generated catch block 
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35          e.printStackTrace(); 
36      } 
37      return arraylist; 
38  } 
39   
40  public int newCompanyEntry(CompanyEntry company) { 
41      int idBus = company.getIdBus(); 
42      float maturityLevel = company.getMaturityLevel(); 
43      Statement stmt1; 
44      Statement stmt2; 
45      Statement stmt3; 
46      try { 
47  
48          stmt1 = connDerby.createStatement(); 
49          sql = "SELECT \"idBus\" FROM whiteboxAppx2.businesses WHERE 
\"idBus\" = " + idBus; 
50          ResultSet rset = stmt1.executeQuery(sql); 
51          if(rset.next()){ 
52              stmt3 = connDerby.createStatement(); 
53              sql = "UPDATE whiteboxAppx2.businesses SET 
\"maturityLevel\"="+ maturityLevel + " WHERE \"idBus\"=" + idBus; 
54              stmt3.executeUpdate(sql); 
55              stmt2 = connDerby.createStatement(); 
56              for (Item item : company) { 
57                  item.getIdprocess(); 
58                  item.getS1(); 
59                  item.getS2(); 
60                  item.getS3(); 
61   
62                  sql = "INSERT INTO whiteboxAppx2.score ( 
\"idBus\",\"idProcess\", \"score1\", \"score2\", \"score3\") VALUES" 
63                          + "(" 
64                          + idBus 
65                          + ", " 
66                          + item.getIdprocess() 
67                          + ", " 
68                          + item.getS1() 
69                          + ", " 
70                          + item.getS2() 
71                          + ", " 
72                          + item.getS3() + " )"; 
73                  stmt2.executeUpdate(sql); 
74                  System.out.println(sql + " This ran"); 
75              } 
76          } else  
77              return 8; 
78          return 0; 
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79      } catch (SQLException e) { 
80          e.printStackTrace(); 
81          System.out.println(e.getErrorCode()); 
82          return 7; 
83      } 
84  
85  } 
86  
87  public boolean isDEBUG() { 
88      return DEBUG; 
89  } 
90  
91  public void setDEBUG(boolean dEBUG) { 
92      DEBUG = dEBUG; 
93  } 
94 } 
N.4 - DisplayFirmBoundary 
001 package datahandlingsystem; 
002  
003 import guiutilities.TableGrid; 
004  
005 import java.awt.Dimension; 
006 import java.awt.FlowLayout; 
007 import java.awt.GridBagConstraints; 
008 import java.awt.Insets; 
009 import java.awt.event.KeyEvent; 
010 import java.util.ArrayList; 
011 import java.util.Calendar; 
012 import java.util.Vector; 
013  
014 import javax.swing.DefaultCellEditor; 
015 import javax.swing.JButton; 
016 import javax.swing.JComboBox; 
017 import javax.swing.JComponent; 
018 import javax.swing.JOptionPane; 
019 import javax.swing.JPanel; 
020 import javax.swing.JTextField; 
021 import javax.swing.event.DocumentEvent; 
022 import javax.swing.event.DocumentListener; 
023 import javax.swing.table.DefaultTableCellRenderer; 
024 import javax.swing.table.TableColumn; 
025 import javax.swing.table.TableColumnModel; 
026  
027 import datastructure.Category; 
028 import datastructure.CompanyEntry; 
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029 import datastructure.Item; 
030 import datastructure.Variable; 
031  
032  
033 public class DisplayFirmsBoundry extends JPanel{ 
034     public static JButton refreshBtn; 
035     protected DisplayFirmsController dataHandling = new 
DisplayFirmsController(); 
036     public ArrayList<Category> categories; 
037     public ArrayList<String> categoriesNames; 
038     public ArrayList<CompanyEntry> entries; 
039     private int categoryColumnStart = 3; 
040     protected CompanyEntry entryToBeUpdated; 
041     //private TableGrid displayTable, updateTable; 
042     private boolean DEBUG = false; 
043     private int error = 0; 
044     public int errorResult; 
045     private String errorScore = ""; 
046     private Object errorValue = 0; 
047      
048     public final int NO_COMPANIES_FOUND = 1; 
049     private Dimension screenSize; 
050      
051     public DisplayFirmsBoundry(Dimension screenSize){ 
052         this.screenSize = screenSize.getSize(); 
053         setLayout(new FlowLayout(FlowLayout.RIGHT)); 
054         this.screenSize.setSize(screenSize.getWidth() * 0.98, 
screenSize.getHeight() * 0.90); 
055         categories = dataHandling.selectCategoriesLocally(); 
056         entries = dataHandling.getCompanies(); 
057         int maxColumns = categories.size(); 
058         int maxRows = entries.size(); 
059         Dimension displayDimension = new Dimension(this.screenSize.width, 
(int) (this.screenSize.height * 0.5)); 
060         Dimension updateDimension = new Dimension(this.screenSize.width, 
(int) (this.screenSize.height * 0.10)); 
061         TableGrid displayTable = new 
TableGrid(maxColumns+categoryColumnStart, maxRows, displayDimension); 
062         add(displayTable); 
063 //      System.out.println(table.getColumns()); 
064 //      System.out.println(table.getRows()); 
065         setUpColumnNames(displayTable); 
066         insertFirms(displayTable); 
067         refresh(displayTable); 
068          
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069 //      addComp(parameterPanel, checkBoxItem, 
column,++row,1,1,GridBagConstraints.WEST,GridBagConstraints.NONE, new 
Insets(1,5,1,5)); 
070  
071         final TableGrid updateTable = new 
TableGrid(maxColumns+categoryColumnStart, 1, updateDimension); 
072         setUpColumnNames(updateTable); 
073         setUpCategoryVariables(updateTable); 
074  
075         JButton updatehBtn = new JButton("Gem"); 
076         updatehBtn.setToolTipText("Gem redigeret information"); // Adding 
Tool 
077          
078         updatehBtn.addActionListener(new java.awt.event.ActionListener() 
{ 
079             @Override 
080             public void actionPerformed(java.awt.event.ActionEvent evt) { 
081                 handleProcessScores(updateTable); 
082             } 
083         });  
084  
085         final JTextField idBusToDelete = new JTextField(5); 
086          
087         final JButton deleteBtn = new JButton("Slet"); 
088         deleteBtn.setToolTipText("Slet virksomheds id"); // Adding Tool 
089         deleteBtn.setEnabled(false); 
090         deleteBtn.addActionListener(new java.awt.event.ActionListener() { 
091             @Override 
092             public void actionPerformed(java.awt.event.ActionEvent evt) { 
093                 
dataHandling.sqlDeleteidBus(Integer.parseInt(idBusToDelete.getText())); 
094             } 
095         });  
096          
097         idBusToDelete.getDocument().addDocumentListener(new 
DocumentListener() { 
098               
099                
100               public void removeUpdate(DocumentEvent e) { 
101 //                warn(); 
102                   setButtonEnabled(idBusToDelete.getText()); 
103               } 
104                
105               public void insertUpdate(DocumentEvent e) { 
106 //                warn(); 
107                   setButtonEnabled(idBusToDelete.getText()); 
108               } 
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109  
110               public void warn() { 
111                  if (Integer.parseInt(idBusToDelete.getText())<=0){ 
112                    JOptionPane.showMessageDialog(null, 
113                       "Error: Please enter number bigger than 0", "Error 
Massage", 
114                       JOptionPane.ERROR_MESSAGE); 
115                  } 
116               } 
117                
118               public void setButtonEnabled(String text){ 
119                   text.trim(); 
120                   if(text.length() == 0) 
121                       deleteBtn.setEnabled(false); 
122                   else  
123                       deleteBtn.setEnabled(true); 
124               } 
125  
126             @Override 
127             public void changedUpdate(DocumentEvent e) { 
128                 // TODO Auto-generated method stub 
129 //              setButtonEnabled(e.getLength()); 
130             } 
131                
132             }); 
133          
134         JButton searchBtn = new JButton("Søg"); 
135         searchBtn.setToolTipText("Find information ud fra id"); // Adding 
Tool 
136          
137         searchBtn.addActionListener(new java.awt.event.ActionListener() { 
138             @Override 
139             public void actionPerformed(java.awt.event.ActionEvent evt) { 
140                 int idBus = Integer.parseInt((String) 
updateTable.table.getValueAt(0, 0)); 
141                 entryToBeUpdated = dataHandling.getCompanyById(idBus); 
142                 updateTable.table.setValueAt(entryToBeUpdated.getIdBus(), 
0, 0); 
143                 updateTable.table.setValueAt(entryToBeUpdated.getYear(), 
0, 1); 
144                 
updateTable.table.setValueAt(entryToBeUpdated.getQuarter(), 0, 2); 
145                 for(int row = 0, col = 0; col < entryToBeUpdated.size(); 
col++){ 
146                     Item currentItem = entryToBeUpdated.get(col); 
147                     System.out.println(currentItem.getNameVar()); 
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148                     updateTable.table.setValueAt(new 
Item(currentItem.getNameVar(), currentItem.getIdVar(), 
currentItem.getIdCat()), 0, col+3);  
149                 } 
150             } 
151         });          
152  
153  
154          
155         add(updateTable); 
156         add(searchBtn); 
157         add(updatehBtn); 
158         add(deleteBtn); 
159         add(idBusToDelete); 
160          
161     } 
162  
163     public void setUpCategoryVariablesWithData(TableGrid table, 
CompanyEntry entry){ 
164         int column = categoryColumnStart; 
165          
166         for(Category cat : categories){ 
167             setUpComboBox(table.table.getColumnModel(), cat, column, 
cat.id, cat.name, entry); 
168             column++; 
169         } 
170     } 
171  
172     private void setUpComboBox(TableColumnModel columnModel, 
ArrayList<Variable> data, int column, int idCat, Object name, CompanyEntry 
entry){ 
173         TableColumn columnComboBox = columnModel.getColumn(column); 
174         Vector<Item> comboBoxModel = new Vector<Item>(); 
175         for(Variable var : data){ 
176             Item item = new Item(var.name, var.id, idCat); 
177             item.setNameCat(name); 
178             comboBoxModel.addElement(item);  
179         } 
180         JComboBox<Item> comboBox = new JComboBox<Item>(comboBoxModel); 
181 //      allComboBox.add(comboBox); 
182         columnComboBox.setCellEditor(new DefaultCellEditor(comboBox)); 
183         DefaultTableCellRenderer renderer = 
184                 new DefaultTableCellRenderer(); 
185         renderer.setToolTipText("Click for combo box"); 
186         columnComboBox.setCellRenderer(renderer); 
187     } 
188  
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189      
190     public void setUpCategoryVariables(TableGrid table){ 
191         int column = categoryColumnStart; 
192         for(Category cat : categories){ 
193             setUpComboBox(table.table.getColumnModel(), cat, column, 
cat.id, cat.name); 
194             column++; 
195         } 
196     } 
197      
198     private void setUpComboBox(TableColumnModel columnModel, 
ArrayList<Variable> data, int column, int idCat, Object name){ 
199         TableColumn columnComboBox = columnModel.getColumn(column); 
200         Vector<Item> comboBoxModel = new Vector<Item>(); 
201         for(Variable var : data){ 
202             Item item = new Item(var.name, var.id, idCat); 
203             item.setNameCat(name); 
204             comboBoxModel.addElement(item);  
205         } 
206         JComboBox<Item> comboBox = new JComboBox<Item>(comboBoxModel); 
207 //      allComboBox.add(comboBox); 
208         columnComboBox.setCellEditor(new DefaultCellEditor(comboBox)); 
209         DefaultTableCellRenderer renderer = 
210                 new DefaultTableCellRenderer(); 
211         renderer.setToolTipText("Click for combo box"); 
212         columnComboBox.setCellRenderer(renderer); 
213     } 
214  
215     private void refresh(final TableGrid table){ 
216         refreshBtn = new JButton("refresh"); 
217 //      saveBtn.setVerticalTextPosition(AbstractButton.CENTER); 
218 //      saveBtn.setHorizontalTextPosition(AbstractButton.LEADING); 
219 //      saveBtn.setLocation(new Point(500, 500)); 
220       // Alt-D clicks the button 
221         // jbnLeft.setMnemonic(KeyEvent.VK_D); 
222         refreshBtn.setToolTipText("Gend indlæs"); // Adding Tool 
223         add(refreshBtn); 
224  
225         refreshBtn.addActionListener(new java.awt.event.ActionListener() 
{ 
226         @Override 
227         public void actionPerformed(java.awt.event.ActionEvent evt) { 
228 //             String name = JOptionPane.showInputDialog(frame, "What is 
your name?", null); 
229 //              panel.model.get 
230 //              dataHandling.queryNewEntry(data); 
231             int oldRows = entries.size(); 
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232             entries = dataHandling.getCompanies(); 
233             int maxRows = entries.size(); 
234             while (maxRows>oldRows){         
235                 table.addRow(); 
236                 oldRows++; 
237             } 
238             while (maxRows<oldRows){ 
239                 if(oldRows > 1){ 
240                     table.removeRow(); 
241                     oldRows--; 
242                 } else if (oldRows == 1){ 
243                     table.model.resetData(); 
244                     oldRows--; 
245                 } 
246           } 
247             if(maxRows > 0) 
248                 insertFirms(table); 
249              
250           } 
251       });    
252     } 
253      
254      
255     public void setUpColumnNames(TableGrid table){ 
256         table.model.setColumnAt("ID", 0); 
257         table.model.setColumnAt("År", 1); 
258         table.model.setColumnAt("Kvartal", 2); 
259         int column = categoryColumnStart; 
260         for(Category cat : categories){ 
261             table.model.setColumnAt(cat.name, column); 
262 //          categoriesNames.add(cat.name); 
263             column++; 
264         } 
265     } 
266     public void insertFirms(TableGrid table){ 
267         int column = 0; 
268         int row = 0; 
269         for(CompanyEntry comp : entries){ 
270             table.model.setValueAt((Object)comp.getIdBus(), row, column); 
271             column++; 
272             table.model.setValueAt((Object)comp.getYear(), row, column); 
273             column++; 
274             table.model.setValueAt((Object)comp.getQuarter(), row, 
column); 
275             column++; 
276             for (Item compVar : comp){ 
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277 //              System.out.println(compVar.getNameCat() + ", " + 
compVar.getNameVar()); 
278 //              for (Item compVar2 : comp){ 
279 //                   
280 //                  if(compVar.getIdCat() == column-2){ 
281                 table.model.setValueAt(new Item(compVar.getNameVar(), 
compVar.getIdVar(), compVar.getIdCat()), row, column); 
282                         column++; 
283 //                  } 
284 //              } 
285 //              if (column == 8) 
286 //                  break; 
287 //              System.out.println(row +" ,"+column); 
288             } 
289             //          categoriesNames.add(cat.name); 
290  
291             column=0; 
292             if (row<entries.size()) 
293             row++; 
294         } 
295      
296     } 
297      
298     public boolean isDEBUG() { 
299         return this.DEBUG; 
300     } 
301  
302     public void setDEBUG(boolean dEBUG) { 
303         this.DEBUG  = dEBUG; 
304         if(isDEBUG()){ 
305             this.dataHandling.setDEBUG(dEBUG); 
306         } 
307     } 
308      
309     public void handleProcessScores(TableGrid table){ 
310         error = 0; 
311         System.out.println("Before ErrorHandling: " + error); 
312         CompanyEntry comapnyUpdates = null; 
313         String idBus = null, year = null, quater = null; 
314         int currentYear = 0, currentQuater = 0; 
315         outerloop: 
316         for(int row = 0; row < table.model.getRowCount(); row++){ 
317             System.out.println("row: " + row); 
318              
319             // IdBus 
320             try{ 
321                 idBus = String.valueOf(table.model.getValueAt(row,0)); 
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322                 idBus = idBus.trim(); 
323                 if(Integer.parseInt((String) idBus) <= 0){ 
324                     errorValue = "Virksomheds id skal være et positivt 
tal støre end 0"; 
325                     error = 11; 
326                     break outerloop; 
327                 } 
328             } catch (NumberFormatException e){ 
329                 if (idBus.equals("")) 
330                     errorValue = "Der er ikke indtastet et gyldigt ID"; 
331                 else if (idBus.matches("[0-9]+")){ 
332                  if(Float.parseFloat((String) idBus) > 2147483647.0) 
333                     errorValue = "Den indtastede værdi er uden for 
databasens rækkevidde";     
334                 } 
335                 else 
336                     errorValue = "Der er ikke indtastet et gyldigt ID"; 
337                 this.error = 4; 
338                 errorResult = error; 
339                 break outerloop; 
340             } 
341              
342             // Year 
343             try{ 
344                 year = String.valueOf(table.model.getValueAt(row, 1)); 
345                 year = year.trim(); 
346                 currentYear = Calendar.getInstance().get(Calendar.YEAR); 
347                 currentQuater = 
Calendar.getInstance().get(Calendar.MONTH) / 3 + 1; 
348                 if(Integer.parseInt(year) > currentYear){ 
349                     errorValue = "Året ligger ude i fremtiden"; 
350                     error = 2; 
351                     break outerloop; 
352                 } 
353                 else if(Integer.parseInt(year) < 1949){ 
354                     errorValue = "Systemet godtager kun årstal efter 
1949"; 
355                     error = 10; 
356                      
357                     break outerloop; 
358                 } 
359             } catch (NumberFormatException e){ 
360                 if (!year.matches("[0-9]+")) 
361                 errorValue = "year kan kun bestå af tal";   
362                 else 
363                 errorValue = "Der er ikke indtastet et gyldigt År"; 
364                 error = 4; 
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365                 break outerloop; 
366             } 
367              
368             // Quater 
369             try{ 
370                 quater = String.valueOf(table.model.getValueAt(row,2)); 
371                 quater = quater.trim(); 
372                 if(Integer.parseInt(quater) < 1 || 
Integer.parseInt(quater) > 4){ 
373                     errorValue = "Kvartalet skal være mellem fra 1 og 4 
"; 
374                     error = 8; 
375                     break outerloop; 
376                 } 
377                 else if(Integer.parseInt(year) == currentYear && 
Integer.parseInt(quater) > currentQuater){ 
378                     errorValue = "Kvartalet ligger ude i fremtiden"; 
379                     error = 9; 
380                     break outerloop; 
381                 } 
382             } catch (NumberFormatException e){ 
383                 if (!quater.matches("[0-9]+")) 
384                     errorValue = "Kvartalet  kan kun bestå af numre";   
385                 else 
386                     errorValue = "Der er ikke indtastet et gyldigt 
Kvartal"; 
387                     error = 4; 
388                 break outerloop; 
389             } 
390              
391             comapnyUpdates = new CompanyEntry(Integer.parseInt(idBus), 
Integer.parseInt(year), quater); 
392             for(int col = 3, index = 0; col < 
table.model.getColumnCount(); col++, index++){ 
393                 try{ 
394                     Item newItem = (Item) table.model.getValueAt(row, 
col); 
395                     comapnyUpdates.add((newItem));                   
396                 } catch(ClassCastException e){ 
397                     if(table.model.getValueAt(row,col) == "") 
398                         errorValue = "Der var ingen værdi valgt for: " + 
table.model.getColumnName(col); 
399                     else 
400                         errorValue = table.model.getValueAt(row,col); 
401                     error = 6; 
402                     System.out.println(errorValue); 
403                     e.printStackTrace(); 
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404                     break outerloop; 
405                 } catch(NullPointerException e){ 
406                     errorValue = "Der var ikke valgt en værdi (NULL) for: 
" + table.model.getColumnName(col); 
407                     error = 7; 
408                     System.out.println(errorValue); 
409                     break outerloop; 
410                 }  
411                  
412             } 
413         } 
414          
415         System.out.println("After ErrorHandling: " + error); 
416         System.out.println(errorValue); 
417          
418         if(error == 4 || error == 6 || error == 2 || error == 5 || error 
== 8 || error == 9 || error == 10 || error == 11 || error == 7){ 
419             JOptionPane.showMessageDialog(table, errorValue); 
420         } else { 
421             dataHandling.updateCompanyEntry(comapnyUpdates, 
entryToBeUpdated); 
422             if(dataHandling.isError()) { 
423                 if(dataHandling.getErrorCode().equals("23505")){ 
424                     errorValue = "Det indskrevne id eksistere allerede i 
Databasen"; 
425                     JOptionPane.showMessageDialog(table,errorValue ); 
426                     error = 12; 
427                 } 
428             } else { 
429                 showStoreInput(comapnyUpdates); 
430                 error = 0; 
431             } 
432             dataHandling.setError(false); 
433         } 
434     } 
435  
436     public int getError() { 
437         return error; 
438     } 
439  
440     public void setError(int error) { 
441         this.error = error; 
442     } 
443  
444     public void showStoreInput(CompanyEntry entry){ 
445         String message = ""; 
446             message += "Virksomheds id: " + entry.toString(); 
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447             message += "\nÅrstal: " + entry.getYear(); 
448             message += "\nKvartal: " + entry.getQuarter(); 
449             for(Item item : entry){ 
450                 message += "\n" +item.getNameCat() + ": " + 
item.toString(); 
451             }        
452         JOptionPane.showMessageDialog(this, message); 
453     } 
454 } 
N.5 - DisplayFirmController 
001 package datahandlingsystem; 
002  
003 import java.sql.PreparedStatement; 
004 import java.sql.ResultSet; 
005 import java.sql.SQLException; 
006 import java.sql.Statement; 
007 import java.util.ArrayList; 
008  
009 import datahandlers.DBConnectable; 
010 import datastructure.Category; 
011 import datastructure.CompanyEntry; 
012 import datastructure.Item; 
013  
014 public class DisplayFirmsController extends DBConnectable{ 
015      
016     private boolean DEBUG = false, error = false; 
017     private String errorCode; 
018     public boolean isError() { 
019         return error; 
020     } 
021  
022     public void setError(boolean error) { 
023         this.error = error; 
024     } 
025  
026     public String getErrorCode() { 
027         return errorCode; 
028     } 
029  
030     public void setErrorCode(String errorCode) { 
031         this.errorCode = errorCode; 
032     } 
033  
034     public DisplayFirmsController (){ 
035         setConnection("Derby"); 
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036     } 
037      
038     public ArrayList<CompanyEntry> getCompanies() {  
039             ArrayList<CompanyEntry> arraylist = new ArrayList<>(); 
040             if(isConnected()){ 
041                 try { 
042                     Statement stmt = connDerby.createStatement(); 
043                     sql = "SELECT \"idBus\", \"year\", \"quarter\"  FROM 
WHITEBOXAPPX2.businesses"; 
044                     ResultSet resultFirm = stmt.executeQuery(sql); 
045                      
046                     Statement stmt1 = connDerby.createStatement(); 
047                     while(resultFirm.next()){ 
048                         int idBus = resultFirm.getInt(1); 
049                         CompanyEntry entry = new CompanyEntry(idBus); 
050                         entry.setQuarter(resultFirm.getString(3)); 
051                         entry.setYear(resultFirm.getInt(2)); 
052                         sql = "SELECT cat.\"nameCat\", var.\"idVar\", 
var.\"nameVar\", cat.\"idCat\" " 
053                                 + "FROM WHITEBOXAPPX2.variables AS var, 
WHITEBOXAPPX2.categories AS cat, WHITEBOXAPPX2.businessdataset AS bds  " 
054                                 + "WHERE cat.\"idCat\"=var.\"idCat\" AND 
bds.\"idVar\"=var.\"idVar\" AND cat.\"idCat\" = bds.\"idCat\" AND 
bds.\"idBus\"="+idBus + " ORDER BY (cat.\"idCat\")"; 
055                         ResultSet resultVar = stmt1.executeQuery(sql);   
056                         while(resultVar.next()) 
057                             entry.addItems(resultVar.getString(1), 
resultVar.getString(3)); 
058                         arraylist.add(entry);                    
059                     } 
060                 }  
061                 catch (SQLException e) { 
062                     // TODO Auto-generated catch block 
063                     e.printStackTrace(); 
064                 } 
065             } 
066 //          System.out.println(arraylist.toString()); 
067             return arraylist; 
068     } 
069      
070     public CompanyEntry getCompanyById(int idBus) {  
071         CompanyEntry entry = new CompanyEntry(idBus); 
072         if(isConnected()){ 
073             try { 
074                 Statement stmt = connDerby.createStatement(); 
075                 sql = "SELECT \"idBus\", \"year\", \"quarter\"  FROM 
WHITEBOXAPPX2.businesses WHERE \"idBus\"=" + idBus; 
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076                 ResultSet resultFirm = stmt.executeQuery(sql); 
077                  
078                 Statement stmt1 = connDerby.createStatement(); 
079                 while(resultFirm.next()){ 
080                     entry.setQuarter(resultFirm.getString(3)); 
081                     entry.setYear(resultFirm.getInt(2)); 
082                     sql = "SELECT cat.\"nameCat\", var.\"idVar\", 
var.\"nameVar\", cat.\"idCat\" " 
083                             + "FROM WHITEBOXAPPX2.variables AS var, 
WHITEBOXAPPX2.categories AS cat, WHITEBOXAPPX2.businessdataset AS bds  " 
084                             + "WHERE cat.\"idCat\"=var.\"idCat\" AND 
bds.\"idVar\"=var.\"idVar\" AND cat.\"idCat\" = bds.\"idCat\" AND 
bds.\"idBus\"="+idBus + " ORDER BY (cat.\"idCat\")"; 
085                     ResultSet resultVar = stmt1.executeQuery(sql);   
086                     while(resultVar.next()){ 
087                         Item item = new Item(resultVar.getString(1), 
resultVar.getString(3)); 
088                         item.setIdVar(resultVar.getInt(2)); 
089                         item.setIdCat(resultVar.getInt(4)); 
090                         item.setIdBus(idBus); 
091                         entry.add(item); 
092                     } 
093                                      
094                 } 
095             }  
096             catch (SQLException e) { 
097                 // TODO Auto-generated catch block 
098                 e.printStackTrace(); 
099             } 
100         } 
101 //      System.out.println(arraylist.toString()); 
102         return entry; 
103     } 
104  
105      
106     public ArrayList<Category> selectCategoriesLocally(){ 
107         ArrayList<Category> arraylist = new ArrayList<>(); 
108         if(isConnected()){ 
109             try { 
110                 Statement stmt = connDerby.createStatement(); 
111                 sql = "SELECT \"idCat\", \"nameCat\" FROM 
WHITEBOXAPPX2.categories"; 
112                 ResultSet resultCat = stmt.executeQuery(sql); 
113                  
114                 Statement stmt1 = connDerby.createStatement(); 
115                 while(resultCat.next()){ 
116                     int idCat = resultCat.getInt(1); 
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117                     Category category = new 
Category(resultCat.getString(2), idCat); 
118                     arraylist.add(category); 
119                     sql = "SELECT \"idVar\", \"nameVar\" FROM 
WHITEBOXAPPX2.variables WHERE \"idCat\"=" + idCat; 
120                     ResultSet resultVar = stmt1.executeQuery(sql); 
121                     while(resultVar.next()) 
122                         for(Category cat : arraylist) 
123                             if(cat.equals(category)){ 
124                                 cat.addVariable(resultVar.getString(2), 
resultVar.getInt(1)); 
125                             } 
126                 }                
127             } catch (SQLException e) { 
128                 // TODO Auto-generated catch block 
129                 e.printStackTrace(); 
130             } 
131         } 
132         return arraylist; 
133     } 
134      
135     public boolean sqlDeleteidBus(int idBus){ 
136         Statement stmt; 
137         try { 
138             Statement stmt2 = connDerby.createStatement(); 
139             sql = "SELECT \"idBus\" FROM WHITEBOXAPPX2.businesses WHERE 
\"idBus\"="+idBus; 
140             ResultSet resultFirm = stmt2.executeQuery(sql); 
141             while(resultFirm.next()){ 
142                 stmt = connDerby.createStatement(); 
143                 sql = "DELETE FROM WHITEBOXAPPX2.businesses WHERE 
\"idBus\"="+idBus; 
144                 System.out.println(sql); 
145                 if(stmt.executeUpdate(sql) == 1) 
146                     if(stmt.executeUpdate("DELETE FROM 
WHITEBOXAPPX2.businessdataset WHERE \"idBus\"="+idBus) == 1) 
147                         if(stmt.executeUpdate("DELETE FROM 
WHITEBOXAPPX2.score WHERE \"idBus\"="+idBus) == 1) 
148                             return true; 
149                 else 
150                     return false; 
151             } 
152         } catch (SQLException e) { 
153             // TODO Auto-generated catch block 
154             e.printStackTrace(); 
155         } 
156         return false; 
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157     } 
158      
159     public void updateCompanyEntry(CompanyEntry entryUpdates, 
CompanyEntry entryToBeUpdated) { 
160             int idBus = entryUpdates.getIdBus(); 
161             Statement stmt2; 
162             try { 
163      
164                 stmt2 = connDerby.createStatement(); 
165                 sql = "UPDATE whiteboxAppx2.businesses SET \"idBus\"=" + 
idBus + ", \"year\"=" + entryUpdates.getYear() + ", \"quarter\"='" + 
entryUpdates.getQuarter() + "' " 
166                         + "WHERE \"idBus\"=" + 
entryToBeUpdated.getIdBus(); 
167                 System.out.println(sql); 
168                 stmt2.executeUpdate(sql); 
169      
170                 for(int index = 0; index < entryUpdates.size(); index++){ 
171                     sql = "UPDATE whiteboxAppx2.businessdataset SET " 
172                             + "\"idVar\"=" + 
entryUpdates.get(index).getIdVar() 
173                             + ", \"idBus\"=" + idBus 
174                             + ", \"idCat\"=" + 
entryUpdates.get(index).getIdCat() 
175                             + " WHERE" 
176                             + " \"idBus\"=" + 
entryToBeUpdated.get(index).getIdBus() 
177                             + " AND \"idVar\"=" + 
entryToBeUpdated.get(index).getIdVar() 
178                             + " AND \"idCat\"=" + 
entryToBeUpdated.get(index).getIdCat(); 
179                     System.out.println(sql); 
180                     stmt2.executeUpdate(sql); 
181                 } 
182             } catch (SQLException e) { 
183                 // TODO Auto-generated catch block 
184                 System.out.println("Error Occourd in Controller of 
DisplayFirm"); 
185                  
186                 error = true; 
187                 System.out.println(error); 
188                 errorCode = e.getSQLState(); 
189                 System.out.println(errorCode); 
190                 e.printStackTrace(); 
191             } catch (NullPointerException e){ 
192                  
193             } 
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194     } 
195      
196     public boolean isDEBUG() { 
197         return this.DEBUG ; 
198     } 
199  
200     public void setDEBUG(boolean dEBUG) { 
201         this.DEBUG  = dEBUG; 
202     } 
203  
204 } 
N.6 - DisplayProcessBoundary 
001 package datahandlingsystem; 
002  
003 import guiutilities.GroupableTableHeader; 
004 import guiutilities.ProcessTable; 
005  
006 import java.awt.Dimension; 
007 import java.awt.FlowLayout; 
008 import java.util.ArrayList; 
009  
010 import javax.swing.JButton; 
011 import javax.swing.JOptionPane; 
012 import javax.swing.JPanel; 
013 import javax.swing.JScrollPane; 
014 import javax.swing.JTable; 
015 import javax.swing.JTextField; 
016 import javax.swing.event.DocumentEvent; 
017 import javax.swing.event.DocumentListener; 
018 import javax.swing.table.DefaultTableModel; 
019 import javax.swing.table.JTableHeader; 
020  
021 import datastructure.CompanyEntry; 
022 import datastructure.Item; 
023  
024 public class DisplayProcessBoundry extends JPanel{ 
025      
026     private boolean DEBUG = false, endableEditBtns = false;  
027     private Dimension screenSize; 
028     private DisplayProcessController dataHandling = new 
DisplayProcessController(); 
029     public ArrayList<CompanyEntry> entries = 
dataHandling.getCompanyProcess(); 
030     protected CompanyEntry entryToBeUpdated; 
031     public int currentRows, currentColumns; 
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032      
033  
034     public DisplayProcessBoundry(Dimension screenSize) { 
035         this.screenSize = screenSize.getSize(); 
036 //      this.screenSize.setSize(this.screenSize.getWidth() * 0.90, 
this.screenSize.getHeight() * 0.1); 
037         setLayout(new FlowLayout(FlowLayout.RIGHT)); 
038          
039         Dimension updateDimension = new Dimension((int) 
(this.screenSize.width), (int) (this.screenSize.height * 0.10)); 
040         Dimension displayDimension = new Dimension((int) 
(this.screenSize.width), (int) (this.screenSize.height * 0.40)); 
041         ArrayList<Item> processes = dataHandling.getCMMIprocesses(); 
042          
043         final ProcessTable tableView = new 
ProcessTable(displayDimension,processes),  
044                 updateTable = new ProcessTable(updateDimension, 
processes); 
045          
046          
047         // Viewer af process data ud fra virksomheds id 
048         JScrollPane scroll = new JScrollPane(tableView); 
049         add(scroll); 
050  
051         JButton refreshBtn = new JButton("Refresh"); 
052         refreshBtn.setToolTipText("Henter data fra databsae"); // Adding                                                                
// Tool 
053         this.add(refreshBtn); 
054         refreshBtn.addActionListener(new java.awt.event.ActionListener() 
{ 
055               @Override 
056               public void actionPerformed(java.awt.event.ActionEvent evt) 
{ 
057                     entries = dataHandling.getCompanyProcess(); 
058                     tableView.dm.setRowCount(entries.size() / 22); 
059                     insertFirms(tableView); 
060               } 
061          }); 
062         tableView.dm.setRowCount(entries.size() / 22); 
063         insertFirms(tableView); 
064          
065         // Redigering af process data ud fra virksomheds id 
066         final JScrollPane scrollUpdateTable = new 
JScrollPane(updateTable); 
067          
068         final JButton updateBtn = new JButton("Gem"); 
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069         updateBtn.setToolTipText("Gem redigeret information"); // Adding 
Tool 
070          
071         updateBtn.addActionListener(new java.awt.event.ActionListener() { 
072             @Override 
073             public void actionPerformed(java.awt.event.ActionEvent evt) { 
074                 CompanyEntry company = updateTable.handleProcessScores(); 
075                 updateTable.errorHandling(scrollUpdateTable); 
076                 if(updateTable.error == updateTable.NO_ERROR) 
077                     if(company != null){ 
078                         dataHandling.setError(false); 
079                         
dataHandling.updateCompanyEntry(company,entryToBeUpdated); 
080                         if(dataHandling.isError()){ 
081                             if(dataHandling.getErrorCode() == 
"ID_DO_NOT_EXIST") 
082                                 
JOptionPane.showMessageDialog(scrollUpdateTable, "Virksomheds id eksistere 
ikke i databasen (Er ikke oprettet)"); 
083                             else if(dataHandling.getErrorCode() == 
"UPDATE_NOT_POSSIBLE") 
084                                 
JOptionPane.showMessageDialog(scrollUpdateTable, "Der er ikke tidligere 
indskrevet process data for viksomheden"); 
085                             else 
086                                 
JOptionPane.showMessageDialog(scrollUpdateTable, "Der skete en fejl da den 
kommunikerede med databasen"); 
087                         } 
088                         if(!dataHandling.isError()) 
089                             
JOptionPane.showMessageDialog(scrollUpdateTable, "Indtastning Gemt"); 
090                     } 
091                     else  
092                         JOptionPane.showMessageDialog(scrollUpdateTable, 
"Du skal huske at indsætte et ID"); 
093                 updateBtn.setEnabled(false); 
094             } 
095         });  
096         if(!endableEditBtns) 
097             updateBtn.setEnabled(false); 
098  
099         // Delete button  
100         final JButton deleteBtn = new JButton("Slet");       
101          
102         // Textfield that is used to chose which ID to be deleted 
103         final JTextField idBusToDelete = new JTextField(5); 
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104         idBusToDelete.getDocument().addDocumentListener(new 
DocumentListener() { 
105               public void changedUpdate(DocumentEvent e) { 
106  
107               } 
108                
109               public void removeUpdate(DocumentEvent e) { 
110                   setButtonEnabled(idBusToDelete.getText()); 
111               } 
112                
113               public void insertUpdate(DocumentEvent e) { 
114                   setButtonEnabled(idBusToDelete.getText()); 
115               } 
116                
117               public void setButtonEnabled(String text){ 
118                   text.trim(); 
119                   if(text.length() == 0) 
120                       deleteBtn.setEnabled(false); 
121                   else  
122                       deleteBtn.setEnabled(true); 
123               } 
124                
125             }); 
126          
127         // Functionality of the delete button 
128         deleteBtn.setToolTipText("Slet virksomheds id"); 
129         deleteBtn.addActionListener(new java.awt.event.ActionListener() { 
130             @Override 
131             public void actionPerformed(java.awt.event.ActionEvent evt) { 
132                 
dataHandling.sqlDeleteidBus(Integer.parseInt(idBusToDelete.getText())); 
133                 endableEditBtns = false; 
134                 if(!endableEditBtns){ 
135                     updateBtn.setEnabled(false); 
136                 } 
137             } 
138         });  
139          
140         if(!endableEditBtns) 
141             deleteBtn.setEnabled(false); 
142          
143         // Search button, which collects the data for a given ID in 
updateTable 
144         JButton searchBtn = new JButton("Søg"); 
145         searchBtn.setToolTipText("Find information ud fra id"); // Adding 
Tool 
146          
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147         searchBtn.addActionListener(new java.awt.event.ActionListener() { 
148             @Override 
149             public void actionPerformed(java.awt.event.ActionEvent evt) { 
150                  
151                 try{ 
152                     int idBus = 
Integer.parseInt(String.valueOf(updateTable.getValueAt(0, 0))); 
153                  
154                     entryToBeUpdated = 
dataHandling.getCompanyById(idBus); 
155                     if(entryToBeUpdated != null){ 
156                         
updateTable.setValueAt(entryToBeUpdated.getIdBus(), 0, 0); 
157                         
updateTable.setValueAt(entryToBeUpdated.getMaturityLevel(), 0, 1); 
158                         int column = 1; 
159                         endableEditBtns = true; 
160                         for(int row = 0, index = 0; index < 
entryToBeUpdated.size(); index++){ 
161                             Item currentItem = 
entryToBeUpdated.get(index); 
162                             updateTable.setValueAt(currentItem.getS1(), 
0, ++column); 
163                             updateTable.setValueAt(currentItem.getS2(), 
0, ++column); 
164                             updateTable.setValueAt(currentItem.getS3(), 
0, ++column); 
165                         } 
166                         if(endableEditBtns){ 
167                             updateBtn.setEnabled(true); 
168                         } 
169                     } 
170                     else{ 
171                         updateBtn.setEnabled(false); 
172                         JOptionPane.showMessageDialog(scrollUpdateTable, 
"ID blev ikke fundet i databasen"); 
173                     } 
174                 } catch (NumberFormatException e){ 
175                     if(String.valueOf(updateTable.getValueAt(0, 
0)).length()<1) 
176                         JOptionPane.showMessageDialog(scrollUpdateTable, 
"Der er ikke indtastet et ID"); 
177                     else  
178                         JOptionPane.showMessageDialog(scrollUpdateTable, 
"Værdien for ID er ikke gyldig"); 
179                 } 
180             } 
Pries-Heje & Olsen 
 
 
S i d e  461 | 471 
 
 
181         });          
182  
183  
184          
185         add(scrollUpdateTable); 
186         add(searchBtn); 
187         add(updateBtn); 
188         add(deleteBtn); 
189         add(idBusToDelete); 
190     } 
191      
192     public void insertFirms(ProcessTable table){ 
193         int column = 0; 
194         int row = 0; 
195         for(CompanyEntry comp : entries){ 
196             if(column == 0){ 
197                 table.setValueAt(comp.getIdBus(), row, column++); 
198                 table.setValueAt(comp.getMaturityLevel(), row, column++); 
199             } 
200             for (Item compVar : comp){ 
201                 table.setValueAt(compVar.getS1(), row, column++); 
202                 table.setValueAt(compVar.getS2(), row, column++); 
203                 table.setValueAt(compVar.getS3(), row, column++); 
204                 if (column == table.getColumnCount()){ 
205                     row++; 
206                     column=0; 
207                     break; 
208                 } 
209             } 
210              
211         } 
212     } 
213      
214     public boolean isDEBUG() { 
215         return DEBUG; 
216     } 
217  
218     public void setDEBUG(boolean dEBUG) { 
219         DEBUG = dEBUG; 
220     } 
221  
222 } 
N.7 - DisplayProcessController 
001 package datahandlingsystem; 
002  
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003 import java.sql.ResultSet; 
004 import java.sql.SQLException; 
005 import java.sql.Statement; 
006 import java.util.ArrayList; 
007  
008 import datahandlers.DBConnectable; 
009 import datastructure.CompanyEntry; 
010 import datastructure.Item; 
011  
012 public class DisplayProcessController extends DBConnectable{ 
013      
014     private boolean DEBUG = false, error = false; 
015     private String errorCode; 
016     public boolean isError() { 
017         return error; 
018     } 
019  
020     public void setError(boolean error) { 
021         this.error = error; 
022     } 
023  
024     public String getErrorCode() { 
025         return errorCode; 
026     } 
027  
028     public void setErrorCode(String errorCode) { 
029         this.errorCode = errorCode; 
030     } 
031      
032     public DisplayProcessController(){ 
033          
034         setConnection("Derby"); 
035     } 
036      
037     public ArrayList<Item> getCMMIprocesses(){ 
038         ArrayList<Item> arraylist = new ArrayList<Item>(); 
039         Statement stmt2;         
040         try { 
041  
042             stmt2 = connDerby.createStatement(); 
043             sql = "SELECT \"idProcess\", \"nameProcess\" FROM 
whiteboxAppx2.processes"; 
044  
045             ResultSet rset = stmt2.executeQuery(sql); 
046  
047             while(rset.next()){ 
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048                 arraylist.add(new Item(rset.getString(2), 
rset.getInt(1))); 
049             } 
050         } catch (SQLException e) { 
051             // TODO Auto-generated catch block 
052             e.printStackTrace(); 
053         } 
054         return arraylist; 
055     } 
056      
057     public boolean sqlDeleteidBus(int idBus){ 
058         try { 
059             Statement stmt = connDerby.createStatement(); 
060             if(stmt.executeUpdate("DELETE FROM WHITEBOXAPPX2.score WHERE 
\"idBus\"="+idBus) == 1) 
061                 return true; 
062             else 
063                 return false; 
064         } catch (SQLException e) { 
065             // TODO Auto-generated catch block 
066             e.printStackTrace(); 
067         } 
068         return false; 
069     } 
070      
071     public void updateCompanyEntry(CompanyEntry entryUpdates, 
CompanyEntry entryToBeUpdated) { 
072         Statement stmt2; 
073         try { 
074  
075             stmt2 = connDerby.createStatement(); 
076             sql = "UPDATE whiteboxAppx2.businesses SET \"idBus\"=" + 
entryUpdates.getIdBus() + ", \"maturityLevel\"=" + 
entryUpdates.getMaturityLevel() + " " 
077                     + "WHERE \"idBus\"=" + entryToBeUpdated.getIdBus(); 
078             int rowAffected = stmt2.executeUpdate(sql); 
079             if(rowAffected>0) 
080                 for(int index = 0; index < entryUpdates.size(); index++){ 
081                     sql = "UPDATE whiteboxAppx2.score SET " 
082                             + "\"idBus\"=" + entryUpdates.getIdBus() 
083                             + ", \"idProcess\"=" + 
entryUpdates.get(index).getIdprocess() 
084                             + ", \"score1\"=" + 
entryUpdates.get(index).getS1() 
085                             + ", \"score2\"=" + 
entryUpdates.get(index).getS2() 
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086                             + ", \"score3\"=" + 
entryUpdates.get(index).getS3()                      
087                             + " WHERE" 
088                             + " \"idBus\"=" + 
entryToBeUpdated.get(index).getIdBus() 
089                             + " AND \"idProcess\"=" + 
entryToBeUpdated.get(index).getIdprocess(); 
090                     rowAffected = stmt2.executeUpdate(sql); 
091                     if(rowAffected<0){ 
092                         setError(true); 
093                         setErrorCode("UPDATE_NOT_POSSIBLE"); 
094                         break; 
095                     } 
096                 } 
097             else { 
098                 setError(true); 
099                 setErrorCode("ID_DO_NOT_EXIST"); 
100             } 
101         } catch (SQLException e) { 
102             setError(true); 
103             errorCode = e.getSQLState(); 
104             e.printStackTrace(); 
105         } catch (NullPointerException e){ 
106             e.printStackTrace(); 
107         } 
108     } 
109  
110     public ArrayList<CompanyEntry> getCompanyProcess() { 
111         ArrayList<CompanyEntry> results = new ArrayList<CompanyEntry>(); 
112          
113         Statement stmt2;         
114         try { 
115  
116             stmt2 = connDerby.createStatement(); 
117             sql = "SELECT thescore.\"idBus\", thescore.\"idProcess\", 
thescore.\"score1\", thescore.\"score2\", thescore.\"score3\", 
bus.\"maturityLevel\" " 
118                     + "FROM whiteboxAppx2.score AS thescore, 
whiteboxAppx2.businesses AS bus " 
119                     + "WHERE thescore.\"idBus\"=bus.\"idBus\""; 
120  
121             ResultSet rset = stmt2.executeQuery(sql); 
122              
123             while(rset.next()){ 
124                 CompanyEntry entry = new CompanyEntry(rset.getInt(1)); 
125                 entry.setMaturityLevel(rset.getFloat(6)); 
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126                 Item scores = new Item(rset.getInt(2), rset.getDouble(3), 
rset.getDouble(4), rset.getDouble(5)); 
127                 entry.add(scores); 
128                 results.add(entry); 
129             } 
130         } catch (SQLException e) { 
131             // TODO Auto-generated catch block 
132             e.printStackTrace(); 
133         } 
134          
135         return results; 
136     } 
137      
138     public CompanyEntry getCompanyById(int idBus) {  
139         CompanyEntry entry = null; 
140         if(isConnected()){ 
141             try { 
142                 Statement stmt = connDerby.createStatement(); 
143                 sql = "SELECT \"idBus\", \"maturityLevel\"  FROM 
WHITEBOXAPPX2.businesses WHERE \"idBus\"=" + idBus; 
144                 ResultSet resultFirm = stmt.executeQuery(sql); 
145                  
146                 Statement stmt1 = connDerby.createStatement(); 
147                 if(resultFirm.next()){ 
148                     entry = new CompanyEntry(resultFirm.getInt(1)); 
149                     entry.setMaturityLevel(resultFirm.getFloat(2)); 
150                     sql = "SELECT \"idBus\", \"idProcess\", \"score1\", 
\"score2\", \"score3\" " 
151                             + "FROM WHITEBOXAPPX2.score " 
152                             + "WHERE \"idBus\"="+idBus + " ORDER BY 
(\"idProcess\")"; 
153                     ResultSet resultVar = stmt1.executeQuery(sql);   
154                     while(resultVar.next()){ 
155                         Item item = new Item(resultVar.getInt(2), 
resultVar.getDouble(3), resultVar.getDouble(4), resultVar.getDouble(5)); 
156                         item.setIdBus(resultVar.getInt(1)); 
157                         entry.add(item); 
158                     } 
159                                      
160                 } 
161             }  
162             catch (SQLException e) { 
163                 // TODO Auto-generated catch block 
164                 e.printStackTrace(); 
165             } 
166         } 
167 //      System.out.println(arraylist.toString()); 
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168         return entry; 
169     } 
170  
171 } 
N.8 – ProcessTable 
001 package guiutilities; 
002  
003 import java.awt.Dimension; 
004 import java.awt.ScrollPane; 
005 import java.awt.TrayIcon.MessageType; 
006 import java.util.ArrayList; 
007  
008 import javax.swing.JOptionPane; 
009 import javax.swing.JScrollPane; 
010 import javax.swing.JTable; 
011 import javax.swing.table.DefaultTableModel; 
012 import javax.swing.table.JTableHeader; 
013 import javax.swing.table.TableColumn; 
014 import javax.swing.table.TableColumnModel; 
015  
016 import datastructure.CompanyEntry; 
017 import datastructure.Item; 
018  
019 public class ProcessTable extends JTable{ 
020      
021     private final String M1 = "M1",  
022             M2 = "M2",  
023             M3 = "M3"; 
024     private ArrayList<Item> processes; 
025     private CompanyEntry company; 
026     public final int NO_ERROR = 0, 
027             PROCESS_INVALID_NUMERIC_VALUE = 1,  
028             PROCESS_NUMBER_FORMAT_EXCEPTION = 2,  
029             PROCESS_NULL_POINTER_EXCEPTION = 3,  
030             ID_NULL_POINTER_EXCEPTION = 4,  
031             ML_INVALID_NUMERIC_VALUE = 5,  
032             ML_NUMBER_FORMAT_EXCEPTION = 6,  
033             ID_ALREADY_EXSIST = 7,  
034             ID_DO_NOT_EXSIST = 8, 
035             ID_NUMBER_FORMAT_EXCEPTION = 9; 
036     public int error = NO_ERROR; 
037     public String errorPosition, errorProcessAbbr; 
038     public Object errorValue; 
039     public DefaultTableModel dm; 
040      
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041     public ProcessTable(Dimension tableSize, ArrayList<Item> processes){ 
042         this.processes = processes; 
043         Object[] obj = new Object[(processes.size() * 3) + 2]; 
044         obj[0] = "ID"; 
045         obj[1] = "Niveau"; 
046         for (int i = 2; i <= 67; i++) { 
047             obj[i] = M1; 
048      
049             i++; 
050             obj[i] = M2; 
051      
052             i++; 
053             obj[i] = M3; 
054      
055         } 
056         dm = new DefaultTableModel(); 
057         setModel(dm); 
058          
059         // Initial content 
060         dm.setDataVector(new Object[][] {  
061          
062                 { "", "", "", "", "", "", "", "", "", "", "", "", 
063                     "", "", "", "", "", "", "", "", "", "", "", "", 
064                     "", "", "", "", "", "", "", "", "", "", "", "", 
065                     "", "", "", "", "", "", "", "", "", "", "", "", 
066                     "", "", "", "", "", "", "", "", "", "", "", "", 
067                     "", "", "", "", "", "", "", "" 
068                     } 
069                 }, obj); 
070          
071         setPreferredScrollableViewportSize(tableSize); 
072         setFillsViewportHeight(true); 
073         setTableHeaders(tableSize); 
074     } 
075      
076     private void setTableHeaders(Dimension tableSize){ 
077         TableColumnModel cm = getColumnModel(); 
078         GroupableTableHeader header = (GroupableTableHeader) 
getTableHeader(); 
079  
080         TableColumn column = cm.getColumn(0); 
081         column.setMinWidth((int) (Math.round(tableSize.getWidth() * 
0.07))); 
082         column = cm.getColumn(1); 
083         column.setMinWidth((int) (Math.round(tableSize.getWidth() * 
0.08))); 
084          
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085         int index = 2; 
086         for(Item process : processes){ 
087             ColumnGroup g_name = new ColumnGroup(process.getName()); 
088             g_name.setId(process.getIdprocess()); 
089             column = cm.getColumn(index); 
090             column.setMaxWidth(50); 
091             g_name.add(column); 
092             index++; 
093             column = cm.getColumn(index); 
094             column.setMaxWidth(50); 
095             g_name.add(cm.getColumn(index)); 
096             index++; 
097             column = cm.getColumn(index); 
098             column.setMaxWidth(50); 
099             g_name.add(cm.getColumn(index)); 
100             index++; 
101             header.addColumnGroup(g_name); 
102         } 
103     } 
104  
105     public CompanyEntry handleProcessScores(){ 
106         resetError(); 
107         CompanyEntry company = null; 
108         outerloop: 
109         for (int row = 0; row == 0; row++) { 
110             try{ 
111                 String value = String.valueOf(this.getValueAt(row, 0)); 
112                 value = value.trim(); 
113                 company = new CompanyEntry(Integer.parseInt(value)); 
114             } catch (NumberFormatException e){ 
115                 if(this.getValueAt(row,0).toString().length() == 0) 
116                     errorValue = "Der var ingen værdi indtastet"; 
117                 else 
118                     errorValue = this.getValueAt(row,0); 
119                 error = ID_NUMBER_FORMAT_EXCEPTION; 
120                 break outerloop; 
121             } catch (NullPointerException e){ 
122                 errorValue = "null"; 
123                 error = ID_NULL_POINTER_EXCEPTION; 
124                 break outerloop; 
125             } 
126              
127             try{ 
128                 String value = String.valueOf(this.getValueAt(row, 1)); 
129                 value = value.trim(); 
130                 if(isValid(Float.parseFloat(value))) 
131                     company.setMaturityLevel(Float.parseFloat(value)); 
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132                 else { 
133                     errorValue = Float.parseFloat(value); 
134                     error = ML_INVALID_NUMERIC_VALUE; 
135                     break outerloop;                                     
136                 } 
137             } catch (NumberFormatException e){ 
138                 if(this.getValueAt(row,1).toString().length() == 0) 
139                     errorValue = "Der var ingen værdi indtastet"; 
140                 else 
141                     errorValue = this.getValueAt(row,1); 
142                 error = ML_NUMBER_FORMAT_EXCEPTION; 
143                 break outerloop; 
144             } 
145  
146             int idprocess = 0; 
147             double s1 = 0, s2 = 0, s3 = 0; 
148             for (int col = 2; col < this.getModel().getColumnCount(); 
col++) { 
149  
150                 idprocess = (int) Math.round((col + 1.2) / 3); 
151                  
152                 errorProcessAbbr = processes.get(idprocess - 
1).getName();   
153      
154                 s1 = getValue(M1, row, col); 
155                 if(s1 == -1) 
156                     break outerloop; 
157                 s2 = getValue(M2, row, ++col); 
158                 if(s2 == -1) 
159                     break outerloop; 
160                 s3 = getValue(M3, row, ++col); 
161                 if(s3 == -1) 
162                     break outerloop; 
163                  
164                 if(error == NO_ERROR) 
165                     company.add(new Item(idprocess, s1, s2, s3));            
166             } 
167         } 
168         return company; 
169     } 
170  
171     public void errorHandling(JScrollPane scroll){ 
172         if(error == PROCESS_INVALID_NUMERIC_VALUE || error == 
PROCESS_NUMBER_FORMAT_EXCEPTION || error == PROCESS_NULL_POINTER_EXCEPTION) 
173             JOptionPane.showMessageDialog(scroll, "Værdierne for nogle af 
dine målinger indeholder ikke tilladte værdier. " 
174                     + "\n" 
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175                     + "Proces: " + errorProcessAbbr + " \n"  
176                     + "For: " + errorPosition + " \n" 
177                     + "Værdien var: " + errorValue, "Fejl", 
JOptionPane.ERROR_MESSAGE); 
178         else if(error == ID_NULL_POINTER_EXCEPTION || error == 
ID_NUMBER_FORMAT_EXCEPTION) 
179             JOptionPane.showMessageDialog(scroll, "Værdien for id er ikke 
valid - værdien var: " + errorValue, "Fejl", JOptionPane.ERROR_MESSAGE); 
180         else if(error == ML_INVALID_NUMERIC_VALUE || error == 
ML_NUMBER_FORMAT_EXCEPTION) 
181             JOptionPane.showMessageDialog(scroll, "Værdien for 
modenhedsniveauet er ikke valid - værdien var: " + errorValue, "Fejl", 
JOptionPane.ERROR_MESSAGE); 
182     } 
183      
184     private double getValue(String m, int row, int col){ 
185         String value = String.valueOf(this.getValueAt(row,col)); 
186         value = value.trim(); 
187         try{ 
188             double score = Double.parseDouble(value); 
189             if(isValid(score)){ 
190                 error = NO_ERROR; 
191                 return score; 
192             } 
193             else { 
194                 errorPosition = m; 
195                 errorValue = score; 
196                 error = PROCESS_INVALID_NUMERIC_VALUE; 
197                 return -1; 
198             }                    
199         } catch (NumberFormatException e){ 
200             if(value.toString().length() == 0){ 
201                 error = NO_ERROR; 
202                 return 0; 
203             } 
204             else{ 
205                 errorPosition = m; 
206                 errorValue = value; 
207                 error = PROCESS_NUMBER_FORMAT_EXCEPTION; 
208                 return -1; 
209             }            
210         } catch (NullPointerException e){ 
211             errorPosition = m; 
212             errorValue = "Der var ingen værdi indtastet"; 
213             error = PROCESS_NULL_POINTER_EXCEPTION; 
214             return -1; 
215         } 
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216     } 
217      
218     private boolean isValid(double score){ 
219         if(score >= 0 && score <= 4) 
220             return true; 
221         return false; 
222     } 
223      
224     private boolean isValid(float value){ 
225         if(value > 0 && value <= 4 && value % 0.25 == 0) 
226             return true; 
227         return false; 
228     } 
229      
230     private void resetError(){ 
231         error=0; 
232         errorValue=0; 
233         errorPosition=""; 
234         errorProcessAbbr=""; 
235     } 
236  
237      
238     protected JTableHeader createDefaultTableHeader() { 
239         return new GroupableTableHeader(columnModel); 
240     } 
241  
242     public boolean getScrollableTracksViewportWidth() { 
243         return getPreferredSize().width < getParent().getWidth(); 
244     } 
245  
246 } 
 
 
