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1. INTRODUCCIÓN 
 
1.1 DEFINICIÓN DEL PROYECTO 
Este Proyecto Final de Carrera (PFC) consiste en el diseño e implementación de una 
aplicación web para la gestión de un evento deportivo. La idea surgió en Pardines, un 
pequeño pueblo de Cataluña, donde un grupo de amigos decidió organizar una carrera 
de montaña. La primera edición de esta prueba tendrá lugar el 9 de agosto de 2014, y 
se pretende que sea una prueba anual. Por lo tanto, se espera que este proyecto tenga 
continuidad, y lo que se pretende con la realización de este PFC es establecer las bases 
del sistema de información que utilizarán los organizadores de la carrera de ahora en 
adelante, llegando a ofrecer un sistema funcional para esta primera edición.  
 
1.2 MOTIVACIÓN PERSONAL 
A la hora de elegir un proyecto para finalizar mis estudios tuve muchas dudas, pero 
había una cosa que siempre había tenido clara: quería que mi PFC tuviese aplicación en 
el mundo real; que fuese algo que alguien fuese a utilizar, algo que le fuese a ser de 
utilidad a alguien.  Por eso, cuando me hablaron de este proyecto, ya de entrada me 
pareció una buena oportunidad. Pero lo que más me motivó a elegir este proyecto fue 
posiblemente el entusiasmo que ponía la gente que lo estaba iniciando: eran un grupo 
de amigos con ganas de hacer algo nuevo, y con mucha ilusión por lo que hacían. 
Pienso que ese es un factor que ayuda mucho a la hora de iniciar un proyecto: si 
consigues ilusionarte con lo que haces, y rodearte de gente que comparte esa ilusión, 
tienes mucho ganado: la motivación viene sola, y si en algún momento esta motivación 
decae, siempre habrá alguien para darte el empujón que necesitas. 
Además, este proyecto me ofrecía lo que no había logrado encontrar hasta ahora: un 
punto de partida con un objetivo claro y un plazo determinado para cumplirlo. 
Por todo esto, decidí aprovechar esta oportunidad para hacer de este proyecto mi PFC. 
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1.3 OBJETIVOS 
El principal objetivo de este proyecto es ofrecer una versión funcional de la aplicación 
para la primera edición de la prueba L’Esquella de Pardines. Para ello, la aplicación 
tendrá que cumplir con los siguientes objetivos: 
- Ofrecer a los usuarios toda la información referente al evento. 
- Permitir a los corredores realizar la inscripción a la carrera y el pago de la 
misma, y a los organizadores llevar un control de los corredores que se han 
inscrito. 
- Ofrecer a los usuarios la posibilidad de realizar donaciones. 
- Facilitar las tareas de gestión y el acceso a la información a los organizadores de 
la carrera.  
- Ofrecer información sobre los tiempos y clasificaciones de los corredores 
durante el evento, y al final del mismo.  
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2. PLANIFICACIÓN 
En este apartado mostraré con un diagrama de Gantt la planificación que se hizo al 
principio del proyecto. A continuación explicaré en qué consisten las tareas incluidas 
en esta planificación, cómo se han ido desarrollando y qué problemas o cambios se 
han ido encontrando. Finalmente, a través de la explicación de todo el proceso, 
llegaremos  al diagrama de Gantt final, que incluirá las tareas que se han acabado 
llevando a cabo. 
En ambos diagramas se mostrarán sólo las tareas más importantes. 
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2.1 DIAGRAMA DE GANTT INICIAL 
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2.2 TAREAS REALIZADAS 
Una vez presentado el diagrama de Gantt inicial, explicaré en qué consiste cada una de 
las tareas y cómo las he ido realizando. 
 
2.2.1 DEFINICIÓN DEL PROYECTO 
La primera tarea a realizar fue la definición del proyecto. Teníamos que convertir lo 
que inicialmente se había presentado como una idea entre un grupo de amigos en un 
proyecto que pudiésemos hacer realidad. Con este objetivo se organizaron un par de 
reuniones, donde empezaron a surgir ideas, el proyecto empezó a tomar forma y se 
empezaron a formar equipos, cada uno de ellos enfocado a un área determinada. El 
equipo del que yo pasé a formar parte quedó formado por mí y por dos diseñadores 
gráficos. Yo me encargaría del diseño e implementación de toda la aplicación. El diseño 
de la interfaz sería compartido: yo me encargaría del diseño de la interfaz del área de 
administración o back-office, y la parte de la web dirigida al público general quedaría a 
cargo de los diseñadores gráficos. 
 
2.2.2 DEFINICIÓN DE FUNCIONALIDADES 
Una vez definido el proyecto empezamos a definir las funcionalidades que debería 
ofrecer la aplicación. Había algunas que estaban claras desde el principio: estaba claro, 
por ejemplo, que la aplicación debería encargarse de registrar las inscripciones de los 
corredores, o que debería ser el punto de acceso a toda la información referente a la 
carrera. Pero otras funcionalidades no surgieron de forma inmediata, sino que fueron 
cobrando forma a lo largo del proyecto, a medida que surgían nuevas necesidades. De 
cualquier forma, esta primera fase nos sirvió para definir la mayoría de funcionalidades 
que se han acabado implementando y, a la vez, priorizarlas. 
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2.2.3 SELECCIÓN DEL LENGUAJE DE PROGRAMACIÓN Y DEL FRAMEWORK 
Cuando tuvimos una lista de funcionalidades, el siguiente paso fue decidir qué 
tecnología se iba a utilizar para implementarlas.  
En cuanto al lenguaje de programación no tuve muchas dudas: desde un principio me 
había atraído la idea de desarrollar un proyecto en PHP. Anteriormente había hecho un 
par de cursillos de iniciación a este lenguaje, pero nunca había encontrado la ocasión 
de aplicarlo a un proyecto grande, y me interesaba profundizar un poco más. Así que, 
tras ver que el lenguaje se adaptaba a las necesidades, decidí seguir adelante con este 
lenguaje, y la mayor duda vino a la hora de elegir un framework. 
El mundo de los frameworks sí que era nuevo para mí: en los cursillos me habían 
enseñado PHP puro, aplicando en algún caso, en aplicaciones muy sencillas, el MVC 
(Modelo Vista Controlador), pero nunca había utilizado un framework PHP. Así que 
inicié la búsqueda y, de entre la gran cantidad de frameworks PHP que hay disponibles 
hoy en día, finalmente reduje las opciones a dos de los más populares: Symfony y 
Zend.  
La decisión de optar por estas opciones fue debida precisamente a su popularidad: 
gracias a ella, ambos cuentan con una extensa documentación y una gran cantidad de 
plugins desarrollados por sus respectivas comunidades, que pueden facilitar el 
desarrollo dando solución a necesidades habituales. 
Por la información que había encontrado al respecto, los dos ofrecían prácticamente 
las mismas ventajas. Las comparaciones entre ambos solían estar bastante igualadas, 
pero ya había encontrado varias que situaban a Symfony ligeramente por encima de 
Zend, al menos para principiantes como yo. Aun así, decidí probar los dos antes de 
decidirme por uno. 
Ya de entrada, me gustó mucho más la documentación de Symfony que la de Zend. La 
documentación de Symfony te explica los conceptos básicos, y te va guiando paso a 
paso para crear una aplicación, partiendo de cómo se habría creado con el lenguaje 
PHP básico que ya conoces, sin utilizar el framework. Consigue explicar todos los 
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aspectos y funcionalidades importantes en un documento de 254 páginas, con un 
estilo informal y fácil de seguir.  
La documentación de Zend, en cambio, me hizo dudar de si empezar a leerla nada más 
verla: un documento de más de 1600 páginas, donde sólo el índice ya ocupaba 38. 
Además, el lenguaje utilizado era mucho más formal que el de la documentación de 
Symfony, y se me hacía más difícil de seguir. 
A pesar de esta primera impresión, me decidí a seguir un par de ejemplos y a crear una 
aplicación simple con cada uno de los frameworks. Para ello instalé Netbeans 7.4, que 
ofrece soporte para ambos, y me dispuse a seguir los ejemplos que incluían las 
documentaciones de los dos frameworks. Nuevamente, me resultó más fácil seguir los 
ejemplos de Symfony que los de Zend.  
Finalmente, en vista de que los dos ofrecían las mismas funcionalidades y ventajas, 
decidí inclinarme por el que me había atraído más tras estas primeras impresiones: 
Symfony.  
 
2.2.4 PREPARACIÓN DEL ENTORNO 
Una vez seleccionada la tecnología con la que iba a trabajar, procedí a preparar el 
entorno de trabajo, instalando y configurando las herramientas que necesitaría para el 
desarrollo del proyecto.  
 
2.2.5 ESTUDIO DE SYMFONY2, DOCTRINE Y TWIG 
Aunque ya había realizado algunos ejemplos y había empezado a leer su 
documentación, aún me quedaba mucho que aprender de Symfony2 antes de ser 
capaz de diseñar e implementar mi proyecto. Además, Symfony 2 ofrece la posibilidad 
de trabajar de forma opcional con dos herramientas más: Doctrine y Twig.  
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Doctrine es un ORM (Object-Relational Mapping) que facilita la interacción con la base 
de datos, creando una capa de abstracción que permite tratar con registros de la base 
de datos de una forma más fácil y natural.  
Twig es un motor de plantillas  para la creación de plantillas en PHP.  
Aunque trabajar con estas dos herramientas es opcional, éstas se utilizan a lo largo de 
toda la documentación y ejemplos de Symfony 2, y descubrí que podían ser dos 
herramientas muy potentes, por lo que decidí utilizarlas. 
Así que durante las siguientes tres semanas me dediqué a aprender Symfony 2, 
Doctrine y Twig. Para ello lo que hice fue leer la documentación de Symfony2 a fondo; 
seguir ejemplos, siempre procurando adaptarlos a las funcionalidades que iba a 
necesitar; buscar respuesta a las dudas que me iban surgiendo a medida que 
avanzaba. Por suerte, la comunidad de Symfony es grande y muy activa, así que en la 
mayoría de los casos no era difícil encontrar respuesta a los problemas que me iba 
encontrando. 
 En lo que respecta a Doctrine y a Twig, en un principio prácticamente no tuve que 
consultar su documentación: Symfony 2 está tan preparado para trabajar con estas 
herramientas, que toda la información que necesitas para empezar a trabajar con ellas 
está en su propia documentación. No fue hasta más avanzado el proyecto, cuando 
tuve que hacer frente a funcionalidades más complejas o a casos particulares, que tuve 
que profundizar en la documentación propia de Doctrine y de Twig. 
 
2.2.6 REDACCIÓN DE LA MEMORIA 
Llegados a este punto, hice una pausa para poner sobre el papel todo lo que había 
hecho hasta el momento, iniciando así una primera versión de esta memoria. 
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2.2.7 DISEÑO DE LA APLICACIÓN 
El siguiente paso fue diseñar la aplicación web: diseñé la base de datos, las 
funcionalidades, las diferentes pantallas y las interacciones entre ellas. Todo este 
proceso se explicará más adelante.  
 
2.2.8 IMPLEMENTACIÓN DE LA APLICACIÓN 
Con el diseño en la mano procedí a implementar la aplicación web. Durante esta fase 
fue cuando la planificación sufrió más cambios y desviaciones, debido, en gran parte, a 
causas ajenas a este PFC. Los aspectos más destacables de la fase de implementación 
se explicarán más adelante. 
 
2.2.9 TESTEO Y PASO A PRODUCCIÓN 
Una vez implementada la aplicación, llegó el momento de testearla a fondo. Aunque 
ya se habían ido testeando todas las funcionalidades a medida que se iban 
implementando, las pruebas se habían realizado en su mayoría para cada 
funcionalidad de manera aislada. Hacía falta hacer un repaso a fondo para ver que 
toda la aplicación funcionaba correctamente una vez finalizadas e integradas todas las 
funcionalidades. 
Para ello, primero hice las pruebas en entorno local, en el ordenador donde había 
realizado el proyecto y las pruebas individuales. Una vez comprobado que todo 
funcionaba correctamente, hice el paso a un entorno intermedio: realmente era el 
mismo entorno que tendríamos en producción, puesto que lo que hice fue 
simplemente crear un subdominio en el servidor que teníamos contratado. Una vez 
creado el subdominio lo protegí con contraseña para que nadie más pudiese acceder, 
instalé la aplicación y creé la base de datos, y procedí a realizar las mismas pruebas en 
ese entorno. En este punto hubo algunos problemas causados en su mayoría por las 
diferencias entre versiones de PHP en los diferentes entornos, pero nada que no 
pudiésemos solucionar. 
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Antes de hacer el paso a producción creé usuarios para varios de los organizadores de 
la carrera y me reuní con ellos para explicarles el funcionamiento de la aplicación, para 
que hiciesen ellos mismos algunas pruebas, y para responder las dudas que pudiesen 
tener. Una vez lo tuvieron todo claro, ya estábamos listos para pasar a producción. 
El paso a producción se realizó el 27 de mayo a las 21:00. Llevaba toda la semana 
anunciándose a través de las redes sociales, y como incentivo ofrecíamos 50 
inscripciones gratuitas (o pagando 5€ para los corredores que no tenían seguro) para 
los primeros que se apuntasen. Se puede decir que, para tratarse de una primera 
edición, el lanzamiento fue un éxito: las 50 plazas se cubrieron antes de las 8:00 de la 
mañana del día siguiente.  
Desde el lanzamiento de la aplicación web hemos conseguido dos nuevos sponsors y, 
aunque a un ritmo más pausado (puesto que las inscripciones ya no son gratuitas), 
seguimos consiguiendo nuevas inscripciones de corredores cada día. 
 
2.2.10 DISEÑO E IMPLEMENTACIÓN DE LA APLICACIÓN MÓVIL 
Inicialmente se pensó en desarrollar una aplicación móvil para facilitar el acceso a los 
datos de cronometraje el día de la carrera. La idea era hacer una aplicación muy 
simple: una lista de corredores ordenados por tiempo, que se iría actualizando 
periódicamente, y a la cual se le pudieran aplicar diferentes filtros. Se trataba, por lo 
tanto, de una aplicación sencilla, pero puesto que suponía tener que seleccionar y 
estudiar un framework para desarrollarla, y no se tenían conocimientos previos al 
respecto, se planificó un periodo de un mes para su realización. Esta tarea no se llegó a 
realizar, por motivos que se explicarán en la siguiente sección. 
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2.2.11 REDACCIÓN DE LA MEMORIA 
Finalmente, ya con el proyecto acabado y funcionando, la última tarea realizada en 
este PFC fue la redacción de la memoria. A principios de junio, retomé la redacción de 
esta memoria desde el punto donde la había dejado, revisando y rehaciendo algunas 
de las partes que ya tenía, hasta llegar a esta versión final. 
 
2.3  DESVIACIONES EN LA PLANIFICACIÓN 
Hasta ahora he explicado las tareas que se han ido realizando a lo largo del proyecto, 
las que no se llegaron a realizar y cómo estaban planificadas. En esta sección explicaré 
las desviaciones sufridas respecto a la planificación inicial, qué las ha causado y cuáles 
han sido las consecuencias. 
 
2.3.1 DISEÑO GRÁFICO DE LA PÁGINA WEB 
El primer cambio en la planificación se produjo por la necesidad de rediseñar la 
interfaz gráfica de la aplicación. Como he explicado anteriormente, el equipo que se 
encargaba de la parte tecnológica del proyecto, entre los cuales me encuentro, 
contaba además con dos diseñadores gráficos, que se encargaban de realizar el diseño 
de la web que vería el público general.  
Inicialmente el proyecto se había planteado como un evento donde la prueba física 
para los corredores, y la fiesta para los espectadores, tuviesen la misma importancia, y 
el diseño inicial de la web estaba orientado a plasmar esta idea. No obstante, a medida 
que el proyecto avanzaba quedó patente que el equipo encargado de organizar la 
prueba y el equipo encargado de organizar la fiesta avanzaban a ritmos distintos, y que 
una parte estaba cogiendo mucha más fuerza que la otra. Esto, considerando que el 
diseño de la web se basaba en poner al mismo nivel estos dos aspectos, suponía un 
problema: teníamos disponible mucho contenido de una parte, y muy poco de la otra, 
con lo cual todo el enfoque perdía fuerza y sentido. 
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En la Figura 1 se muestra la página principal de la aplicación web con este diseño 
inicial, donde se puede apreciar ya de entrada esta dualidad que se quería conseguir 
entre prueba y fiesta. 
 
 
Figura 1. Página principal del diseño inicial 
 
Además, hay que tener en cuenta que todos los que formábamos parte de este 
proyecto lo hacíamos de forma desinteresada, al margen de nuestros respectivos 
trabajos y, por lo tanto, con una disponibilidad de tiempo limitada.  
Por estos dos motivos, y aunque ya se había creado e implementado un diseño inicial, 
que contenía una cantidad importante de trabajo tanto por parte de los diseñadores 
como por mi parte, finalmente se optó por dejar de lado este diseño y empezar de 
cero.  
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Esta vez el diseño de la web partió de una plantilla que fuimos personalizando. Con 
esto conseguíamos un diseño más sencillo, más guiado y con un enfoque menos 
gráfico, que nos ahorraría trabajo a ambas partes a medida que la web se fuese 
ampliando. Además, en este nuevo diseño se perdía esa dualidad entre corredores y 
espectadores que había ido perdiendo fuerza hasta el punto de llegar a ser un 
problema.   
Aprovechamos, además, para hacer toda la web responsive, es decir, para que la web 
se adaptase y se viese bien en cualquier dispositivo, independientemente del tamaño 
de la pantalla. Aunque el diseño inicial ya era en gran parte responsive, aún tenía 
algunos problemas en este aspecto, que conseguimos solucionar con el nuevo diseño. 
Por eso, a pesar del tiempo que perdí en tener que adaptar la aplicación a dos diseños 
distintos, considero que el cambio fue positivo, y que no hacer este cambio habría sido 
un error, tanto a corto como a largo plazo. 
Cabe remarcar que el diseño de la zona de administración (o back-office), que había 
diseñado yo, no se modificó, de manera que sólo hubo que rehacer el diseño de la 
parte de la web accesible para el público general. 
 
2.3.2 CRONOMETRAJE EN TIEMPO REAL 
Otro de los factores que influyó en la desvición de la planificación inicial fue el sistema 
de cronometraje. Uno de los objetivos que tenía que cumplir la aplicación era la 
publicación en tiempo real de los tiempos de paso de los corredores por los diferentes 
puntos de control. Pero, aunque teníamos claro nuestro objetivo desde el principio, no 
fue hasta bien avanzado el proyecto que tuvimos claro cómo iba a funcionar el 
sistema. Me explico: para cronometrar una carrera hay diversas opciones. La más 
obvia es que haya alguien con un cronómetro apuntando los tiempos a medida que 
van llegando los corredores, pero nosotros buscábamos algo más preciso y fiable. Por 
ello, decidimos optar por la forma tradicional de hacerlo: contratar a una empresa que 
se encargase de recoger los tiempos y después nos ofreciese los resultados.  
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La mayoría de empresas dedicadas a esto suelen partir de la misma idea: asignar un 
chip a cada corredor, y poner lectores en uno o varios puntos para recoger los tiempos 
a medida que va pasando cada corredor con su respectivo chip. La diferencia radica en 
los elementos hardware y la tecnología que utilizan para conseguir este resultado: 
algunos sistemas son capaces de enviar los datos directamente a un ordenador, y en 
otros el sistema de acceso a los datos es algo más “rudimentario”. El sistema de la 
empresa que hemos acabado contratando, a causa de los pocos recursos económicos 
con los que contamos por tratarse de un proyecto en su fase inicial, es de estos 
últimos, y desde que vimos el funcionamiento del sistema que nos ofrecían tuvimos 
claro que el acceso a los datos no iba a ser tan fácil como habíamos supuesto. 
La empresa de cronometraje nos proveerá de equipo para establecer cinco puntos de 
control: uno de salida, uno de llegada, y tres intermedios. El equipo de cada punto de 
control estará formado por: 
- Una alfombra, que genera un campo magnético y detecta cuándo pasa un chip 
por encima.  
- Un controlador, al cual estará conectada la alfombra, y donde se guardarán los 
datos a medida que se vayan haciendo las lecturas de los chips 
- Un ordenador portátil con un software específico de la empresa, que le permite 
conectarse a través de una conexión Ethernet al controlador para extraer un 
fichero con los datos. 
 
El problema es que ni el controlador ni el ordenador portátil se pueden conectar a 
internet. Descubrimos que no es habitual que los clientes soliciten a la empresa de 
cronometraje el acceso a los datos antes de finalizar la carrera. En la mayoría de los 
casos, el equipo va guardando los datos y, al final del evento, se extrae el fichero y se 
entrega a los organizadores de la carrera para que dispongan directamente de los 
resultados finales. Esto nos suponía un inconveniente: a nosotros nos interesaba ir 
guardando los tiempos extraídos del equipo en una base de datos periódicamente para 
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mostrarlos en tiempo real. De manera que, llegados a este punto sólo veíamos dos 
opciones: 
- Llevar a cada punto de control un ordenador portátil propio y, cada cierto 
tiempo, ir copiando el archivo con los tiempos desde el ordenador de la 
empresa de cronometraje a nuestro propio ordenador. Una vez tuviésemos el 
fichero en nuestro ordenador, podríamos conectarnos a internet utilizando, por 
ejemplo, la tarifa de datos del teléfono móvil, puesto que en los puntos de 
control, situados en mitad de la montaña, no habría conexión wifi. Y una vez 
conectados a internet podríamos subir el fichero a través de la aplicación web, 
que se encargaría de procesar el fichero, guardar los tiempos en la base de 
datos y mostrarlos al público. 
- Desarrollar una herramienta que nos facilitase la tarea. 
 
La primera opción, aunque a primera vista parece factible, va perdiendo fuerza por 
varios motivos: 
- El trabajo que costaría ir pasando el fichero de un ordenador a otro cada vez 
que quisiéramos actualizar los tiempos. 
- La batería del portátil personal. Los portátiles de la empresa de cronometraje 
vienen equipados con unas baterías que garantizan que el portátil aguantará 
encendido durante toda la carrera, pero con los portátiles personales de los 
que disponemos, la batería es un problema. 
 
Se optó, por lo tanto, por la segunda opción: desarrollar una pequeña aplicación que 
se pudiese ejecutar en el ordenador portátil que nos ofrecía la empresa, y que nos 
permitiese guardar los tiempos en nuestra base de datos de forma más cómoda. El 
funcionamiento de esta aplicación se explica en el Anexo I. 
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2.3.3 CONSECUENCIAS 
Como consecuencia de estos dos cambios en la planificación, tuvimos que renunciar a 
otras funcionalidades que estaban planificadas. La decisión fue unánime: puesto que 
con el nuevo diseño de la web habíamos conseguido que ésta se adaptase bien a 
cualquier dispositivo, la aplicación móvil que habíamos planeado hacer había pasado a 
ser prescindible, y decidimos renunciar a ella en favor del rediseño gráfico de la web y 
la aplicación para el cronometraje. 
 
En el siguiente apartado se muestra el diagrama de Gantt resultante de esta 
redistribución de las tareas. 
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2.4 DIAGRAMA DE GANTT FINAL 
 
23 
 
2.5 ANÁLISIS DE COSTES 
En este apartado haré un análisis de los costes asociados al desarrollo de este PFC. 
Sólo se considerarán los costes relacionados con los aspectos que cubre este PFC, y no 
los asociados a toda la puesta en marcha de la carrera en sí. Se omitirán, por lo tanto, 
los costes derivados de aspectos legales, contratación de servicios para el día del 
evento, merchandising, etc. y sólo se tendrán en cuenta los costes asociados al aspecto 
tecnológico de la aplicación desarrollada en este PFC. 
 
2.5.1 COSTES RECURSOS HUMANOS 
A continuación haré una estimación de los costes teóricos de la realización de este 
proyecto. Para ello, indicaré la cantidad de horas dedicadas a la realización de cada 
tarea, y le asignaré un rol a cada una de ellas. 
 
Tarea 
Horas 
Jefe de 
proyecto 
Analista Diseñador Programador 
Definición del proyecto 10 5   
Definición de funcionalidades 10 15   
Selección del lenguaje de 
programación y del framework 
 30   
Preparación del entorno 20    
Estudio de Symfony2, Doctrine y 
Twig 
   90 
Diseño de la aplicación web   120  
Implementación de la aplicación 
web 
   340 
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Diseño de la aplicación para el 
cronometraje 
  25  
Implementación de la aplicación 
para el cronometraje 
   45 
Testeo y paso a producción 15   45 
Redacción de la memoria 40    
Los precios por hora teóricos de cada rol son los siguientes: 
Rol Precio/hora 
Jefe de proyecto 61 €/h 
Analista 49 €/h 
Diseñador 49 €/h 
Programador 36 €/h 
Por lo tanto, si aplicamos estos precios a las horas dedicadas por cada rol, obtenemos 
los siguientes costes teóricos: 
Rol Horas totales Precio/hora Precio total 
Jefe de proyecto 95 h 61€/h 5.795€ 
Analista 50 h 49€/h 2.450€ 
Diseñador 145 h 49€/h 7.105€ 
Programador 520 h 36€/h 18.720€ 
Acumulado 810 h - 34.070€ 
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El coste teórico del proyecto en recursos humanos es, por lo tanto, de 34.070€. No 
obstante, todas estas tareas se han realizado de manera desinteresada y sin coste 
alguno, de manera que el coste real del proyecto en recursos humanos ha sido de 0€. 
 
2.5.2 COSTES HARDWARE/SOFTWARE 
A continuación se muestran los costes hardware, software y de consumos y servicios 
que se han tenido que cubrir durante el desarrollo de este proyecto: 
Producto Precio 
Licencias software 0€ 
Ordenador portátil HP Pavilion dv6 0€ 
Alojamiento web OVH + Dominio 45.90€ 
Consumo eléctrico 9.28€ 
Conexión ADSL hasta 20 Mbps 238€ 
 
Los costes asociados al software son nulos, puesto que todo el software utilizado o 
bien era gratuito, o ya se disponía de él, o se han aprovechado versiones de prueba 
para realizar tareas concretas. Por lo tanto, el coste en licencias software para este 
proyecto es de 0€.  
En cuanto al hardware, este proyecto se ha desarrollado en un ordenador portátil HP 
Pavilion dv6. No obstante, como el portátil tiene más de 4 años, ya se considera 
amortizado y los costes del mismo para este proyecto también son nulos.  
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Para alojar la aplicación al hacer el paso a producción hemos contratado un 
alojamiento web OVH y un dominio. En el momento de contratarlo había una 
promoción en la que nos regalaban los seis primeros meses al contratar el servicio 
durante un año, por lo que el precio final fue de 45.90€ por el primer año. 
Para calcular el consumo eléctrico se ha aplicado la siguiente fórmula: 
(Consumo ordenador portátil + Consumo router wifi) x Precio kW x Horas totales 
El precio del kWh se ha obtenido de la página web de Endesa: 0,126122 €/kWh. Se ha 
calculado el consumo aproximado del ordenador portátil en 65W, y el del router en 
10W. Aplicando estos valores en la fórmula, obtenemos un total de 9.28€. 
Finalmente, el consumo de ADSL se ha calculado multiplicando el precio mensual por 
los ocho meses y medio que ha durado el proyecto. 
2.5.3 COSTES TOTALES 
Para finalizar el análisis de costes, en este apartado mostraré los costes totales, tanto 
teóricos como reales, a partir de los costes analizados anteriormente. Los costes 
teóricos los he calculado como la suma de los costes de recursos humanos, software, 
hardware, consumos y servicios. Para calcular los costes reales he realizado el mismo 
cálculo, pero tomando como coste de recursos humanos 0€, puesto que, como he 
comentado antes, este PFC se ha realizado de forma desinteresada y no se ha obtenido 
por él beneficio alguno. 
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El resultado de estos cálculos se puede ver en la siguiente tabla: 
Recurso Coste teórico Coste real 
Recursos humanos 34.070€ 0€ 
Software 0€ 0€ 
Hardware 0€ 0€ 
Consumos y servicios 293,18€ 293,18€ 
TOTAL 34.363,18€ 293,18€ 
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3. ANÁLISIS DE REQUISITOS 
3.1 REQUISITOS FUNCIONALES 
La aplicación web deberá contar con las siguientes funcionalidades: 
- Acceso a toda la información referente al evento. El contenido se debe mostrar en 
diferentes idiomas, según la configuración del navegador del usuario o del idioma 
que él mismo haya seleccionado, teniendo este último prioridad. Se debe ofrecer la 
opción de cambiar de idioma en cualquier momento. El contenido de la aplicación 
se ofrecerá en catalán, castellano e inglés. 
- Edición de la información referente al evento, en los tres idiomas. 
- Inscripciones de corredores a la carrera y pago de las mismas. El sistema debe ser 
capaz de fijar el precio adecuado de la inscripción según los requisitos que cumpla 
el corredor. 
- Creación de una campaña de donaciones para el proyecto. Se debe poder crear 
una campaña de donaciones, especificando objetivos concretos para destinar el 
dinero recaudado. El usuario debe poder realizar donaciones de la cantidad que él 
mismo elija. Las donaciones deben poder realizarse tanto desde la propia 
aplicación como en efectivo al margen de la aplicación, de manera que se tiene que 
ofrecer la opción de introducir la información de la donación recibida 
manualmente en el sistema. 
- Creación de un área personal y de un área de administración. Se deben crear dos 
áreas con acceso restringido: un área personal, donde el usuario registrado pueda 
acceder a su información personal y modificarla, y un área de administración para 
acceder a las funcionalidades de administración del sistema. 
29 
 
- Sistema usuarios y perfiles. Se debe ofrecer la opción de crear usuarios para 
acceder a las áreas restringidas, y un sistema de perfiles que limite las acciones que 
un usuario puede realizar en el sistema. Estos perfiles deben poder crearse, 
editarse y eliminarse. 
- Configuración de los parámetros del evento. Se deben poder configurar 
parámetros propios de la carrera, como el máximo de participantes, el precio de las 
inscripciones, etc. 
- Registro de voluntarios. Los usuarios deben poder registrarse para participar como 
voluntarios en la organización del evento. 
- Creación y asignación de tareas para los voluntarios. Se debe permitir que un 
usuario administrador cree tareas y las asigne a los voluntarios que se han 
registrado, pudiendo estos aceptarlas o rechazarlas. Se debe ofrecer un punto de 
encuentro donde el responsable de la tarea y los voluntarios asignados tengan 
acceso a toda la información y al estado de la tarea. 
- Envío de correos electrónicos. Se deben enviar correos electrónicos automáticos 
cada vez que un usuario realice una inscripción o donación. Además, los 
organizadores deben tener la opción de enviar correos electrónicos a través de la 
aplicación. 
- Acceso a los tiempos de paso por los puntos de control de los corredores en 
tiempo real.  
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3.2 REQUISITOS NO FUNCIONALES 
Los requisitos no funcionales que debe cumplir la aplicación son los siguientes: 
- Multiplataforma: La aplicación web debe poder ejecutarse y visualizarse 
correctamente en cualquier dispositivo, independientemente de la resolución de 
su pantalla, y en los principales navegadores: Chrome, Firefox e Internet Explorer. 
- Extensibilidad: La aplicación web debe ser fácilmente ampliable, de manera que 
resulte sencillo añadir nuevas funcionalidades. 
- Usabilidad: La aplicación debe ser intuitiva y fácil de utilizar, incluso para una 
persona con pocos conocimientos de informática. 
- Accesibilidad: Las funcionalidades deben ser fáciles de localizar, y se debe 
minimizar el número de pasos para acceder a una funcionalidad determinada. 
- Interfaz atractiva: La interfaz debe ser atractiva, puesto que a través de la 
aplicación pretendemos vender un producto. 
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4. ESPECIFICACIÓN 
4.1 MODELO CONCEPTUAL 
En este apartado mostraré qué clases forman el sistema de información y cómo están 
relacionadas entre ellas mediante el diagrama de clases normalizado. A continuación 
explicaré resumidamente qué representa cada una de estas clases y, finalmente, 
explicaré las restricciones de integridad que deben cumplir las asociaciones entre ellas. 
4.1.1 DIAGRAMA DE CLASES 
En este apartado se muestra el diagrama de clases normalizado. Para simplificar, no he 
incluido en este diagrama las clases propias del framework ni las clases auxiliares que 
se utilizan para las traducciones de los objetos que las necesitan. El papel de estas 
clases auxiliares se explicará más adelante. 
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4.1.2 EXPLICACIÓN DE LAS CLASES 
- Carrera: Representa los datos de una carrera. Esta clase contiene parámetros de 
configuración de la carrera, como el número máximo de participantes o el precio 
de la inscripción, y se podría considerar que es el punto central del sistema. 
- Categoría: Representa una categoría clasificatoria de una carrera. Cada una de las 
categorías asociadas a una carrera se tendrá en cuenta a la hora de mostrar los 
resultados de la misma. Una categoría puede estar determinada o limitada por el 
sexo, por la edad, por ambas o por ninguna de ellas: se puede crear, por ejemplo, 
una categoría neutra sin una edad determinada para una clasificación general; o se 
puede crear una categoría femenina, con edades dentro de un determinado 
intervalo, para una clasificación de personas que cumplan esos requisitos. 
- Campaña: Representa una campaña de donaciones asociada a una carrera.  
- Objetivo: Representa cada uno de los objetivos a los que se destinará el dinero 
recaudado en una campaña de donaciones.  
- Donación: Representa una donación monetaria de un usuario a una campaña de 
donaciones. 
- Persona: Representa a una persona, que puede ser un corredor, un asistente o un 
voluntario.  
- InscripciónAsistente: Representa una inscripción de un asistente a una carrera. 
- InscripciónVoluntario: Representa una inscripción de un voluntario a una carrera. 
- Inscripción: Representan una inscripción de un corredor a una carrera.  
- PagoInscripción: Representa un pago de una inscripción. Una inscripción puede 
tener o no un pago asociado, dependiendo de distintos factores: de si el corredor 
es un invitado, si no ha llegado a realizar el pago, etc. En este último caso, la 
inscripción no será válida. 
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- Tiempo: Representa el tiempo que ha tardado un corredor en llegar a un punto de 
control determinado durante el transcurso de la carrera, desde el momento de 
salida. 
- Tarea: Representa una tarea de organización de la carrera. Toda tarea debe tener 
un responsable, que podrá proponer voluntarios para realizarla.  
- Asignación: Representa la relación entre un voluntario y una tarea. Cuando un 
organizador propone a un voluntario para una tarea, se crea un objeto de la clase 
Asignación en estado “propuesta”. Esta asignación cambiará de estado cuando el 
voluntario la acepte, o se eliminará si el voluntario la rechaza. 
- Usuario: Representa un usuario registrado que tiene acceso a la zona personal y/o 
a la zona de administración de la aplicación web. Puede ser un administrador, un 
voluntario, o ambos. 
- Comentario: Representa un comentario que ha hecho un usuario sobre una tarea. 
- Función: Representa una funcionalidad de la aplicación web. 
- Perfil: Representa un conjunto de permisos para utilizar las distintas 
funcionalidades que ofrece la aplicación web. 
- Rol: Representa un rol para un perfil. Esta es una clase que forma parte del 
contexto de seguridad de Symfony, y que sirve para limitar las zonas de la 
aplicación web a las que un usuario tiene acceso. Nótese que hablar de zonas de la 
aplicación web es distinto que hablar de funcionalidades y sus permisos: el rol 
limita por “dominios” o por zona de la web, definidos por la URL, y los perfiles y sus 
funciones limitan por funcionalidades concretas. 
- Contenido: Representa el texto que forma una sección de la aplicación web. Se 
utiliza para guardar el contenido y permitir editarlo. 
- Bloque: Representa un bloque de texto dentro de una sección. 
35 
 
- Mensaje: Representa un correo electrónico. 
4.1.3 RESTRICCIONES DE INTEGRIDAD 
- Un voluntario no puede tener más de una asignación para la misma tarea. 
- Un asistente no se puede inscribir dos veces a una misma carrera. 
- Un corredor no se puede inscribir dos veces a una misma carrera. 
- Un voluntario no se puede inscribir dos veces a una misma carrera. 
- Un corredor no puede tener dos tiempos de un mismo número de control en una 
misma carrera. 
- La fecha de inicio de inscripciones y la fecha de fin de inscripciones de una carrera 
tienen que ser inferiores a la fecha de la carrera. 
- Una persona no puede registrarse a la vez como asistente y como corredor a la 
misma carrera. 
- Sólo el responsable de una tarea y los voluntarios asignados a una tarea pueden 
añadir comentarios a ésta. 
 
 
4.2 ACTORES DEL SISTEMA 
Se pueden definir cinco actores o tipos de usuario en el sistema. 
- Usuario anónimo: Es el usuario que accede a la aplicación sólo para ver la 
información que se ofrece, o para inscribirse a la carrera como corredor, como 
asistente o como voluntario. No puede acceder al área personal ni al área de 
administración. 
36 
 
- Usuario voluntario: Es un usuario que se ha registrado como voluntario para el 
evento. Tiene acceso a su área personal mediante un nombre de usuario y una 
contraseña. 
- Usuario administrador: Es un usuario que tiene permisos de administración en el 
sistema. Tiene acceso tanto a su área personal como al área de administración. Un 
usuario administrador puede tener acceso a diferentes funcionalidades dentro del 
área de administración, dependiendo de los perfiles que se le hayan asignado. 
Puesto que estos perfiles se pueden crear, editar y eliminar del sistema, no 
diferenciaremos entre los diferentes perfiles en este apartado, y consideraremos 
que todos ellos se corresponden con un mismo tipo de usuario o actor. 
- Paypal IPN: Es un usuario que interactúa con el sistema a la hora de realizar los 
pagos. Cuando un usuario realiza un pago, lo hace en la página de Paypal, que es 
externa al sistema. Paypal IPN, el servicio de notificaciones de Paypal, interactúa 
con el sistema enviándole notificaciones, para que el sistema tenga constancia de 
la recepción de estos pagos. 
- Reloj: Es un usuario que se encarga de realizar tareas automáticas 
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4.3 MODELO DE CASOS DE USO 
A continuación se describirá el modelo de casos de uso, formado por los diagramas de 
casos de uso y su correspondiente especificación. 
 
4.3.1 DIAGRAMAS DE CASOS DE USO 
En este apartado presentaré los diagramas de casos de uso. Para facilitar su 
comprensión, crearé un diagrama de casos de uso para cada área accesible desde la 
aplicación web: un diagrama para el área de acceso público, otro para el área personal 
y finalmente otro para el área de administración. Además, crearé un diagrama para los 
casos de uso del actor Reloj y otro para los casos de uso del actor Paypal IPN. 
También para facilitar la comprensión de los diagramas, utilizaré la siguiente 
especialización de los actores en los casos en que sea necesario: 
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4.3.1.1 Casos de uso acceso público 
A continuación se muestra el diagrama de casos de uso del área de acceso público. 
Esta área corresponde a la web que ve el usuario cuando accede a la aplicación, y 
será la única a la que tengan acceso los usuarios anónimos. 
En esta área se utiliza la generalización Persona mostrada anteriormente. 
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4.3.1.2 Casos de uso área personal 
A continuación se muestra el diagrama de casos de uso del área personal. Esta es una 
de las dos áreas que forman la intranet de la aplicación web, y es donde las personas 
que dispongan de un nombre de usuario y una contraseña podrán acceder para ver o 
modificar sus datos personales y, en el caso de los voluntarios, acceder a sus tareas y 
gestionarlas. Por el momento sólo podrán disponer de acceso al área personal las 
personas registradas como voluntario o los administradores del sistema. 
 
 
 
4.3.1.3 Casos de uso área de administración 
Finalmente se muestra el diagrama de casos de uso del área de administración. Esta es 
la zona de la intranet de la aplicación web donde los administradores del sistema 
podrán configurar la carrera y todos sus elementos, y acceder a su información. 
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Puesto que este diagrama incluye muchos casos de uso, por simplicidad he decidido 
utilizar el acrónimo CRUD (Create, Retrieve, Update, Delete) para referirme a las 
acciones de crear, leer, actualizar y eliminar un objeto. 
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4.3.1.4 Casos de uso Reloj 
En este apartado se muestran los casos de uso que realiza el actor Reloj. Estas tareas 
son tareas automatizadas que se realizan cada cierto tiempo. 
 
 
 
4.3.1.5 Casos de uso Paypal IPN 
En este apartado se muestran los casos de uso que realiza el actor Paypal IPN. Estos 
casos de uso se realizan cuando Paypal recibe un pago destinado a nuestra cuenta. 
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4.3.2 ESPECIFICACIÓN DE LOS CASOS DE USO 
Puesto que hay muchos casos de uso, en este apartado no se mostrará la 
especificación de todos ellos, sino sólo la de algunos de los casos más representativos. 
 
4.3.2.1 Inscribir corredor 
Descripción: Se registra una inscripción de un corredor a la carrera en curso. 
Actores: Persona 
Pre-condición: 
- Hay una carrera activa con inscripciones abiertas. 
- El número de corredores inscritos es inferior al máximo de participantes de la 
carrera 
Trigger: Una persona quiere inscribirse para participar como corredor en la carrera 
Escenario principal: 
1. El usuario introduce sus datos en el formulario de inscripción  
2. El sistema valida los datos introducidos 
3. El sistema calcula el precio de la inscripción  
4. El sistema guarda la inscripción como inválida 
5. El sistema redirige al usuario a la página de Paypal 
6. El usuario realiza el pago 
7. La página de Paypal redirige al usuario de vuelta al sistema 
8. El sistema muestra al usuario una confirmación de la inscripción 
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Extensiones: 
a) Falta algún campo obligatorio 
- El sistema muestra un error al usuario indicando qué campo obligatorio falta. El 
caso de uso sigue a partir del punto 1. 
b) Algún campo no tiene el formato requerido 
- El sistema muestra un error al usuario indicando cuál es el campo erróneo y qué 
formato se espera. El caso de uso sigue a partir del punto 1. 
c) El usuario ya está inscrito como corredor en la carrera 
- El sistema muestra un error al usuario indicando que ya se ha registrado una 
inscripción válida para ese corredor. 
d) El usuario no realiza el pago 
- La página de Paypal redirige al usuario a la página inicial del sistema, y la 
inscripción queda guardada como inválida. 
 
4.3.2.2 Enviar notificación inscripción 
Descripción: Se envía una notificación de pago recibido 
Actores: Paypal 
Pre-condición: 
- Un usuario se ha inscrito como corredor a través de la aplicación web y ha 
realizado el pago de la inscripción a través de Paypal. 
Trigger: Paypal recibe un pago asociado al producto “Inscripción” para la cuenta de 
L’Esquella de Pardines. 
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Escenario principal: 
1. Paypal envía una notificación de pago recibido al sistema 
2. El sistema envía la notificación de vuelta a Paypal para que la verifique 
3. Paypal le envía al sistema un mensaje verificando que la notificación es correcta 
4. El sistema comprueba que no se trate de una notificación de pago duplicada 
5. El sistema comprueba que los datos del pago sean correctos 
6. El sistema actualiza la inscripción asociada al pago para marcarla como válida 
7. El sistema envía un mensaje de correo electrónico al corredor para confirmarle 
la inscripción 
Extensiones: 
a) La notificación se refiere a un pago ya registrado en el sistema 
- Acaba el caso de uso 
b) Paypal no verifica la notificación que reenvía el sistema 
- Acaba el caso de uso 
c) El sistema detecta que los datos de pago son incorrectos 
- Acaba el caso de uso 
 
45 
 
4.3.2.3 Inscribir voluntario 
Descripción: Se registra una inscripción de un voluntario a la carrera. 
Actores: Persona 
Pre-condición: 
- Hay una carrera activa 
Trigger: Una persona quiere inscribirse para participar como voluntario en la carrera 
Escenario principal: 
1. El usuario introduce sus datos en el formulario de inscripción  
2. El sistema valida los datos introducidos 
3. El sistema crea un usuario de acceso al área personal de la aplicación web con 
los datos introducidos por el usuario 
4. El sistema muestra al usuario una confirmación de la inscripción 
Extensiones: 
a) Falta algún campo obligatorio 
- El sistema muestra un error al usuario indicando qué campo obligatorio falta. El 
caso de uso sigue a partir del punto 1. 
b) Algún campo no tiene el formato requerido 
- El sistema muestra un error al usuario indicando cuál es el campo erróneo y qué 
formato se espera. El caso de uso sigue a partir del punto 1. 
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c) El usuario ya disponía de un usuario de acceso al área personal con una dirección 
de correo electrónico distinta a la introducida. 
- El sistema muestra un mensaje de confirmación indicando al usuario que puede 
acceder a su área personal con su usuario de acceso de siempre. 
d) El usuario ha seleccionado la opción de no crear un usuario 
- El sistema muestra un mensaje de confirmación indicando al usuario que recibirá 
un correo electrónico cuando se le asigne una tarea, y que estas considerarán 
aceptadas automáticamente. 
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4.3.2.4 Gestión de carrera - Cerrar inscripciones 
Descripción: Se cierran las inscripciones de corredores a la carrera, y se asignan los 
dorsales a todos los corredores inscritos, empezando por los invitados. 
Actores: Administrador 
Pre-condición: 
- Existe una carrera con inscripciones abiertas en el sistema 
- El usuario administrador tiene permisos para cambiar el estado de la carrera 
Trigger: Un administrador quiere cerrar las inscripciones de corredores a la carrera. 
Escenario principal: 
1. El administrador indica al sistema que quiere cerrar las inscripciones a la 
carrera 
2. El sistema cierra las inscripciones a la carrera 
3. El sistema asigna los dorsales en orden a los corredores invitados 
4. El sistema asigna los dorsales en orden al resto de corredores 
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4.3.2.5 Gestión de voluntariado - Asignar voluntarios a una tarea 
Descripción: Se asignan voluntarios para participar en una tarea 
Actores: Administrador 
Pre-condición: 
- La tarea existe y pertenece a la carrera actual 
- Existe como mínimo un voluntario registrado para la carrera actual 
- El usuario administrador tiene permisos para asignar voluntarios a la tarea 
Trigger: Un administrador quiere asignar voluntarios a una tarea. 
Escenario principal: 
1. El usuario accede a la lista de tareas 
2. El usuario accede al detalle de la tarea 
3. El usuario indica que quiere asignar voluntarios a la tarea 
4. El sistema muestra la lista de voluntarios registrados 
5. El usuario selecciona los voluntarios que quiere asignar a la tarea 
6. El sistema asigna los voluntarios a la tarea 
7. El sistema envía un correo electrónico a los voluntarios 
Extensiones: 
a) El usuario cancela la acción 
- Acaba el caso de uso 
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4.3.2.6 Gestión de voluntariado – Ver corredores 
Descripción: Se consultan los corredores que faltan por pasar por el punto de control 
asociado a la tarea. 
Actores: Voluntario 
Pre-condición: 
- La tarea existe y pertenece a la carrera activa 
- La tarea es una tarea de cronometraje y tiene asignado un punto de control 
- El usuario es un voluntario asignado a la tarea 
- La carrera está en curso 
Trigger: Un voluntario quiere consultar los corredores que todavía no han pasado por 
el punto de control correspondiente a la tarea. 
Escenario principal: 
1. El voluntario accede al detalle de la tarea 
2. El voluntario indica que quiere ver los corredores que faltan por pasar por el 
punto de control 
3. El sistema muestra una lista de los corredores que faltan por pasar por el punto 
de control 
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4.3.2.7 Gestión de usuarios - Asignar perfiles a un usuario 
Descripción: Se asignan o desasignan perfiles a un usuario para concederle o retirarle 
permisos. 
Actores: Administrador 
Pre-condición: 
- El usuario administrador tiene permisos para asignar perfiles a un usuario 
Trigger: Un administrador quiere modificar los permisos de un usuario. 
Escenario principal: 
1. El usuario administrador indica al sistema que quiere asignar perfiles a un 
usuario 
2. El sistema muestra al usuario administrador un buscador 
3. El usuario administrador introduce uno o varios datos del usuario al cual quiere 
asignar permisos 
4. El sistema realiza la búsqueda del usuario 
5. El sistema muestra una lista con todos los perfiles disponibles, y con los perfiles 
asignados actualmente al usuario seleccionados 
6. El usuario administrador selecciona los perfiles que quiere asignar al usuario 
7. El sistema asigna los perfiles al usuario 
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Extensiones: 
a) El sistema encuentra más de un usuario que cumple los criterios de búsqueda 
- El sistema muestra una lista de todos los usuarios que cumplen los criterios de 
búsqueda introducidos por el usuario administrador 
- El usuario administrador selecciona un usuario de la lista 
- El caso de uso continúa en el punto 5. 
b) El sistema no encuentra ningún usuario que cumpla los criterios de búsqueda 
- El sistema muestra un error indicando que no se ha encontrado ningún usuario 
 
4.3.2.8 Ver clasificación 
Descripción: Se consulta la clasificación actual de los corredores 
Actores: Persona 
Pre-condición: 
- Hay una carrera en curso o finalizada 
Trigger: Un usuario quiere consultar la clasificación actual de los corredores. 
Escenario principal: 
1. El usuario selecciona la opción de ver la clasificación 
2. El sistema muestra los tiempos de los corredores en la categoría general 
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Extensiones: 
a) El usuario selecciona una categoría 
- El sistema muestra los tiempos de los corredores que entran dentro de la categoría 
seleccionada por el usuario. 
b) El usuario selecciona un Parcial 
- El sistema muestra los tiempos de los corredores en el parcial seleccionado por el 
usuario. 
c) El usuario fuerza la actualización de la lista 
- El sistema carga de nuevo la lista con los tiempos actualizados de los corredores. 
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5. DISEÑO 
5.1 TECNOLOGÍAS Y HERRAMIENTAS UTILIZADAS 
A continuación explicaré las diferentes tecnologías y herramientas que he utilizado 
durante el desarrollo de este proyecto. 
- Netbeans 7.4: Netbeans es el IDE (Integrated Development Environment) que se 
ha utilizado como entorno de desarrollo durante todo el proyecto. 
- XAMPP: Es una distribución de Apache que contiene MySQL, PHP y Perl. Se ha 
utilizado como servidor para ejecutar la aplicación y realizar las pruebas en entorno 
local. 
- Composer: Es un gestor de dependencias PHP. Se ha utilizado para descargar, 
instalar y mantener actualizadas todas las librerías externas que ha necesitado el 
proyecto. 
- cURL: Es una librería que permite conectarse y comunicarse con diferentes tipos de 
servidores y diferentes tipos de protocolos.  
- Filezilla: Es un cliente FTP multiplataforma de código abierto. Se ha utilizado para 
transferir archivos entre el entorno local y el servidor de producción. 
- Putty: Es un cliente SSH. Se ha utilizado para conectar con el servidor de 
producción y poder ejecutar comandos. 
- GanttProject: Es una aplicación de escritorio que permite realizar diagramas de 
Gantt para planificar proyectos. Se ha utilizado para la realización del diagrama de 
Gantt inicial y final. 
- ArgoUML: Es una aplicación de escritorio que permite realizar diferentes tipos de 
diagramas. Se ha utilizado para la realización de los diagramas de casos de uso y 
del modelo conceptual. 
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- Photoshop: Es una aplicación de edición de imágenes. Se ha utilizado para extraer 
las imágenes del diseño creado por los diseñadores gráficos y adaptar los estilos a 
la página web. 
- Google Chrome, Mozilla Firefox e Internet Explorer: Son distintos navegadores 
web. Se han utilizado para realizar la búsqueda de información, para descargar la 
documentación y las herramientas necesarias, y para realizar las pruebas de la 
aplicación.  
- Firebug: Es un plugin de Firefox diseñado para ayudar a los diseñadores web en el 
testeo de sus aplicaciones. Permite analizar, monitorizar y editar contenido HTML, 
CSS y JavaScript en el propio navegador, facilitando la detección de errores. 
- Google Analytics: Es una herramienta que ofrece Google, que permite consultar 
estadísticas de uso de una aplicación web. 
- HTML: Es un lenguaje de marcado para la creación de páginas web, que define una 
estructura básica y un código para la identificación de los diferentes elementos de 
la página. 
- CSS: Es un lenguaje que permite la creación de hojas de estilo: permite definir 
reglas para indicar cómo se va a ver cada elemento de una página. 
- MySQL: Es un sistema de gestión de bases de datos relacional. 
- phpMyAdmin: Es una herramienta web que permite administrar una base de datos 
MySQL. 
- Bootstrap: Es un framework front-end desarrollado por Twitter, que facilita el 
desarrollo de la parte front-end de la aplicación. Aporta varios CSS y plugins que 
permiten definir elementos y comportamientos de forma rápida y simple.  
- JavaScript: Es un lenguaje de programación interpretado para la creación de 
páginas web, que se ejecuta en el lado del cliente. 
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- jQuery: Es una librería que facilita la programación con el lenguaje JavaScript. 
- PHP: Es un lenguaje de programación para la creación de páginas web, que se 
ejecuta en el lado del servidor. 
- Symfony 2.4: Symfony es un framework PHP diseñado para optimizar el desarrollo 
de las aplicaciones web.  
- Doctrine 2: Doctrine es un ORM (Object-Relational Mapping) escrito en PHP que 
proporciona una capa de persistencia para objetos PHP, creando una capa de 
abstracción que permite tratar con registros de la base de datos de una forma más 
fácil y natural. Se ha utilizado para interactuar con la base de datos. 
- Twig: Es un motor de plantillas PHP. Se ha utilizado para la implementación de 
todas las pantallas de la aplicación web. 
- YAML (YAML Ain’t Markup Language): Es un formato de serialización de datos 
legible por humanos. 
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5.2 ARQUITECTURA DEL SISTEMA 
Symfony 2 es un framework de desarrollo para aplicaciones web escrito en PHP, y está 
diseñado con el propósito de facilitar el desarrollo de éstas. Con esa finalidad, aporta 
una estructura de directorios predefinida, y agrupa una serie de componentes y 
librerías que proveen de distintas funcionalidades de uso frecuente.  
En este apartado explicaré cómo se estructura una aplicación web con Symfony, cuál 
es su estructura de directorios, y cómo implementa algunos de los patrones de diseño 
que incluye. 
 
5.2.1 PATRONES DE DISEÑO 
Symfony 2 implementa varios patrones de diseño, entre los cuales destacan el Modelo 
Vista Controlador (MVC) y el patrón Front Controller. 
 
 Front Controller 
El patrón Front Controller se basa en proporcionar un punto de entrada centralizado 
para tramitar todas las solicitudes. En Symfony, ese Front Controller es el fichero 
app.php: este es el primer archivo que se ejecuta cuando se recibe una petición HTTP, 
y se encargará de encaminar la petición hasta su destino. 
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 Modelo Vista Controlador (MVC)  
Symfony 2 se basa en el patrón de diseño Modelo Vista Controlador (MVC). Este 
patrón de diseño descompone el sistema en tres componentes: 
- Modelo: El modelo es la representación de la información sobre la cual trabaja y 
funciona la aplicación, también conocida como lógica de negocio. Se encarga de la 
lógica relacionada con los datos.  
- Vista: Es el componente encargado de presentar la información al usuario y de 
interactuar con él.  
- Controlador: Es el componente que hace de intermediario entre la Vista y el 
Modelo. Se encarga de recibir las peticiones que los usuarios realizan a través de la 
Vista, de procesarlas, de obtener datos o invocar los cambios que sea necesario en 
el Modelo, y de presentar una respuesta al usuario a través de la Vista. 
 
Figura 2. Diagrama MVC 
A continuación explicaré cómo se ha implementado cada una de estas capas en este 
proyecto. 
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Modelo 
Para la capa del Modelo se ha utilizado Doctrine, un ORM (Object Relational Mapping) 
que aporta persistencia para objetos PHP, construido sobre un DBAL (Database 
Abstraction Layer), una capa de abstracción que nos permite comunicarnos con la base 
de datos. 
Doctrine nos permite trabajar directamente con Objetos en lugar de con tablas de la 
base de datos.  
 
Figura 3. ORM 
El propio Doctrine se encarga de generar las tablas de la base de datos a partir de los 
objetos PHP definidos en el proyecto. Para generar las tablas de la base de datos y sus 
asociaciones con otras tablas, Doctrine se basa en las anotaciones que hacemos sobre 
los atributos de los objetos PHP, mediante las cuales podemos establecer las 
asociaciones con otras tablas, restricciones (por ejemplo, si un campo puede ser nulo, 
o el tipo de datos),  etc.  
 
Vista 
En este proyecto se ha utilizado Twig, un motor de plantillas PHP, para implementar la 
capa de la Vista. Twig permite generar el código HTML para mostrar al usuario el 
contenido de la página. Ofrece una serie de funciones y filtros que permiten modificar 
el contenido antes de mostrárselo al usuario.  
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Twig permite, además, crear una vista de la que extiendan todas las demás: el layout 
de la aplicación. Este layout contendrá la estructura básica que seguirán todas las 
demás vistas, definiendo bloques de contenido que el resto de vistas redefinirán. 
 
Controlador 
En Symfony un controlador es una función o un conjunto de funciones PHP que cogen 
información de la petición HTTP y la utilizan para generar una respuesta HTTP. Cada 
una de estas funciones se denomina Action. Dentro de cada Action del controlador se 
encuentra la lógica que necesita la aplicación para mostrar el contenido de una página. 
Por lo general se ha utilizado un controlador para cada funcionalidad, aunque en 
determinados casos, donde las funcionalidades estaban muy relacionadas, se han 
agrupado en un único controlador. 
 
Finalmente, para mostrar de forma más clara cómo se aplican el patrón Front 
Controller y el MVC, explicaré el ciclo de vida de una petición HTTP en Symfony 2. 
El ciclo de vida de una petición HTTP se puede ver en la siguiente imagen: 
 
Figura 4. Ciclo de vida de una petición HTTP con Symfony 2 
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En Symfony, todas las peticiones entran a la aplicación a través del Front Controller 
app.php. Este Front Controller es el encargado de recoger todas las peticiones que 
llegan y enviárselas al Kernel, que es el núcleo de Symfony 2. 
Cada petición que el Front Controller envía al 
Kernel contiene la ruta que solicita el usuario. El 
Router es el encargado de traducir estas rutas a los 
recursos que ejecutarán la funcionalidad. Para ello 
utiliza los archivos de configuración de la 
aplicación, que contienen la equivalencia entre la 
ruta que solicita el usuario y el Controlador que 
deberá ejecutar la acción. Este sistema de 
enrutamiento nos permite, por un lado, crear rutas 
más legibles y más fáciles de recordar, y por otro 
lado nos aporta flexibilidad: si queremos cambiar 
una ruta, sólo tenemos que cambiarla en el archivo 
de configuración, y no en todos los puntos donde 
se utiliza. 
Figura 5. Funcionamiento de Symfony 
Una vez el Router ha traducido la ruta solicitada por el usuario al recurso que ejecutará 
la acción, le envía la respuesta al Kernel, indicándole a qué controlador y a qué acción 
dentro del controlador tiene que enviar la petición. 
El Kernel realiza entonces la llamada al Controlador adecuado, que ejecuta la 
funcionalidad solicitada. El Controlador se encarga de realizar los cambios solicitados 
en el Modelo y, una vez ha realizado su tarea, devuelve los resultados a través de la 
Vista.  
Finalmente, la Vista se encarga de procesar el resultado devuelto por el Controlador 
para poder mostrarle al usuario el contenido que ha solicitado de una forma que él 
pueda entender.  
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5.2.2 ESTRUCTURA DE DIRECTORIOS  
1A continuación se muestra la estructura de directorios del proyecto. Aunque Symfony 
2 nos permite personalizar la estructura predefinida a nuestro gusto, para este 
proyecto he mantenido la estructura recomendada, que se muestra a continuación. 
 
El directorio app contiene ficheros de 
configuración de la aplicación. Contiene el fichero 
AppKernel.php, que es el núcleo del framework, y 
que se encarga de realizar todas las 
configuraciones. También tiene varios 
subdirectorios relevantes:  
- Resources: Se trata de un directorio de 
recursos globales. En su interior podemos 
encontrar diferentes recursos, como los 
diccionarios que utilizará la aplicación para 
realizar las traducciones en caso de que 
implemente internacionalización, o el layout 
del que extenderán el resto de vistas de la 
aplicación.  
- Cache: En este directorio se guarda la caché 
de la aplicación 
-  Config: Este directorio contiene ficheros de 
configuración de la aplicación 
- Logs: contiene los logs de la aplicación. 
                                                     
Figura 6. Estructura de directorios 
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El directorio src es donde se guarda el código fuente del proyecto. Como se muestra en 
la imagen, este directorio contiene una serie de subdirectorios: los bundles. Una 
aplicación web desarrollada con Symfony 2 suele estar formada por distintos módulos 
o bundles. Un bundle simplemente es un conjunto estructurado de archivos que se 
encuentran en un directorio y que implementan una misma característica. Este 
directorio contiene los archivos necesarios para implementar esa característica: los 
archivos PHP que implementan las funcionalidades, las plantillas que implementan las 
vistas, los archivos de configuración, etc. Estos archivos se organizan en los siguientes 
subdirectorios dentro de cada bundle: 
- Controller: En este directorio se guardan los controladores, los archivos PHP 
encargados de implementar las funcionalidades.  
- Entity: Aquí se guardan las clases que representan los objetos del dominio. 
- Form: Es donde se guardan los objetos que representan formularios. El 
funcionamiento de estos objetos se explicará más adelante, en el apartado de 
implementación. 
- Resources/config: Es donde se guardan los ficheros de configuración del bundle.  
- Resources/view: Es donde se guardan las vistas de las funcionalidades que forman 
parte del bundle. 
En el directorio vendor es donde se guardan todas las librerías y bundles externos, las 
dependencias de terceros. 
El directorio web es el directorio raíz de contiene todos los ficheros públicos y 
estáticos, como imágenes, ficheros CSS y javascripts. También se encuentra en este 
directorio el Front Controller app.php, del que ya hemos hablado antes, que es el 
encargado de recibir todas las peticiones. 
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5.3 DISEÑO DE LA INTERFAZ 
En este apartado mostraré el diseño final de las vistas: la interfaz de usuario. Este 
diseño ha pasado por varias etapas desde que se empezó a definir, iniciándose a partir 
de bocetos esbozados en papel, y pasando por diferentes versiones hasta llegar a la 
versión final. En este documento no se pretenden mostrar todas y cada una de las 
pantallas, sino algunos ejemplos para dar una idea de cómo han sido estructuradas y 
con qué propósitos. 
El diseño de la interfaz de usuario se ha realizado teniendo en cuenta los siguientes 
requisitos no funcionales:  
- Usabilidad: La aplicación debe ser intuitiva y fácil de utilizar, incluso para una 
persona con pocos conocimientos de informática.  
- Accesibilidad: Las funcionalidades deben ser fáciles de localizar, y se debe 
minimizar el número de pasos para acceder a una funcionalidad determinada. 
- Interfaz atractiva: La interfaz debe ser atractiva, puesto que a través de la 
aplicación pretendemos vender un producto. 
- Multiplataforma: La aplicación web debe poder ejecutarse y visualizarse 
correctamente en cualquier dispositivo, independientemente de la resolución de 
su pantalla, y en los principales navegadores: Chrome, Firefox e Internet Explorer. 
Puesto que el proyecto se divide en tres áreas según los permisos de acceso del 
usuario, dividiré este apartado en tres sub-apartados, donde se hará referencia a cada 
una de esas áreas. En cada uno de estos sub-apartados, explicaré qué métodos se han 
aplicado para cumplir los nombrados requisitos no funcionales. 
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5.3.1 ÁREA PÚBLICA 
El área pública se refiere a la zona de la página web a la que tiene acceso todo el 
público. Es el punto de acceso al resto de la aplicación web. 
Puesto que la zona de acceso público todavía no tiene una cantidad excesiva de 
contenido, se decidió mostrar todo el contenido en una única página, con accesos 
directos a cada sección en una barra superior. Seguramente en un futuro, a medida 
que se amplíe el contenido de la web, se irán creando nuevas secciones, y el contenido 
pasará a mostrarse en varias páginas en lugar de en una sola. 
A continuación se muestra parte de esta zona de la aplicación web. 
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Figura 7. Área pública 
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La barra superior contiene enlaces de acceso rápido a cada una de las secciones en las 
que se divide la página. Esta barra se va desplazando a medida que nos movemos por 
la página, de manera que siempre queda visible en la parte superior. 
En esta barra tenemos el punto de acceso a la intranet, donde se encuentran las otras 
dos áreas de la aplicación: el área personal y el área de administración. Este acceso se 
hace a través del formulario que se despliega cuando clicamos sobre el icono de 
usuario. 
 
Figura 8. Área pública – Formulario de acceso de usuario 
 
Una vez hemos iniciado sesión, clicando sobre el mismo icono se nos muestran los 
accesos a las áreas de la intranet a las que tenemos acceso, y a la opción de cerrar 
sesión. 
 
Figura 9. Área pública – Usuario con sesión iniciada 
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Finalmente, tenemos la opción de cambiar el idioma en que se muestra la página. 
Inicialmente, la página se mostrará en el idioma que el usuario tenga configurado para 
el navegador, si es uno de los idiomas disponibles (catalán, español o inglés). En caso 
contrario, la página se mostrará por defecto en catalán, y el usuario tendrá la opción 
de modificar en idioma pulsando sobre los enlaces de idioma CA, ES y EN. 
De esta manera, el usuario siempre sabe qué acciones puede realizar dentro de la 
página, y tiene un acceso rápido a todas ellas, cumpliendo así con los requisitos de 
usabilidad y accesibilidad. 
Además, el diseño de la página se ha hecho siguiendo las tendencias actuales, y 
utilizando imágenes de calidad relacionadas con el evento que anunciamos, de manera 
que da la sensación de estar ante una página moderna y atractiva para el público al 
que está enfocada, cumpliendo el objetivo de crear una interfaz atractiva. 
Finalmente, este diseño se ha probado en los principales navegadores para asegurar su 
correcta visualización en todos ellos, pensando en el objetivo de ser una aplicación 
multiplataforma. No sólo eso, sino que para el diseño se ha utilizado Bootstrap, un 
framework front-end diseñado por Twitter que ofrece las herramientas para hacer 
diseños responsive capaces de adaptarse a diferentes tamaños de pantalla, ventaja 
que se ha aprovechado para adaptar el diseño a teléfonos móviles y tabletas. 
A continuación se muestran una serie de imágenes donde se puede ver cómo se 
visualiza el contenido en una pantalla de 4.5 pulgadas. 
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Figura 10. Pantallas del área pública visualizadas en un móvil 
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5.3.2 ÁREA DE ADMINISTRACIÓN 
El área de administración es la zona de la intranet donde los organizadores autorizados 
de la carrera podrán realizar tareas de administración, como inscribir invitados, 
consultar la inscripción de un corredor, crear tareas de voluntariado, etc. 
Todas las páginas de la intranet siguen la misma estructura, que se puede ver en la 
siguiente imagen: 
 
 
Figura 11. Área de administración 
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La página está formada por los siguientes elementos: 
- Una barra superior. Esta barra permite acceder al área pública, pulsando el enlace 
“L’Esquella”. Tiene también una opción para esconder la barra lateral, a la que se 
puede acceder pulsando el botón con el icono en forma de lista. Y finalmente, tiene 
un acceso a las zonas accesibles por el usuario (el área personal y de 
administración), a través de un desplegable que se muestra al pulsar sobre el 
nombre del usuario. 
- Una barra lateral. Esta barra permite acceder a las diferentes funcionalidades que 
puede utilizar el usuario. En todo caso se mostrarán sólo aquellas funcionalidades 
para las que el usuario tenga permisos. Las funcionalidades se han agrupado en 
categorías dentro de menús desplegables, para que sea más cómodo encontrar la 
funcionalidad que se busca y, a la vez, pensando en ahorrar espacio en pantallas 
pequeñas, como podrían ser las de los teléfonos móviles o tabletas. Esto nos hace 
perder un poco en accesibilidad, pues nos hacen falta más pasos (desplegar más 
menús) para acceder a funcionalidades concretas, pero a cambio ganamos en 
usabilidad y conseguimos que la aplicación sea más cómoda de usar en pantallas 
pequeñas, ganando también en el objetivo de hacer la aplicación multiplataforma. 
- Una segunda barra superior. Esta barra contiene la ruta que se ha seguido para 
llegar a la funcionalidad. Esta ruta permite acceder a cada una de las pantallas y 
funcionalidades previas a la actual. 
- El contenido. Finalmente, en la zona central se encuentra el contenido, la parte de 
la pantalla que nos da acceso a la funcionalidad. 
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De la misma forma que el área pública, el diseño de la intranet se ha creado utilizando 
Bootstrap y se han aprovechado las herramientas que éste ofrece para hacer que la 
intranet pueda visualizarse bien en cualquier dispositivo, como se puede ver en la 
siguiente imagen. 
 
 
Figura 12. Pantalla de la zona administrativa visualizada en un móvil 
72 
 
5.3.3 ÁREA PERSONAL 
El área personal o zona de usuario es la zona de la intranet donde los usuarios 
registrados tendrán acceso a sus datos y, en el caso de estar registrados como 
voluntarios, a las tareas que se les hayan asignado. 
Como se puede ver en la siguiente imagen, el área personal sigue la misma estructura 
que el área de administración, para dar homogeneidad a la intranet. 
 
Figura 13. Área personal 
En este caso no hemos tenido que renunciar a ningún grado de accesibilidad para 
hacer la web más usable y multiplataforma, puesto que no hay menús agrupados en 
desplegables y todas las funcionalidades quedan a la vista y son accesibles 
directamente. 
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5.4 MAPAS NAVEGACIONALES 
En este apartado mostraré los mapas navegacionales entre las diferentes pantallas de 
la aplicación. Aunque en el apartado anterior no se han mostrado todas las pantallas 
de la aplicación, en este apartado sí se hará mención a todas ellas, para que nos 
podamos hacer una idea del funcionamiento del sistema. 
Para simplificar, en este apartado no mostraré las navegabilidades disponibles a partir 
de enlaces directos. Esto quiere decir que, aunque desde cualquier pantalla se puede 
acceder a prácticamente cualquier otra gracias a los menús de las barras laterales y 
superiores, estas navegabilidades no se representarán en los diagramas que siguen. 
Nuevamente, he dividido los mapas navegacionales en tres secciones, una para cada 
área disponible en la aplicación web. 
5.4.1 ÁREA PÚBLICA 
Como he comentado antes, todo el contenido del área pública se encuentra en una 
misma pantalla. El único contenido que se encuentra en una pantalla diferente es la 
información sobre la clasificación de los corredores, que sólo será accesible durante el 
transcurso de la carrera, o una vez ésta haya finalizado. 
A continuación se muestra el mapa navegacional del área pública: 
 
El menú principal de la zona de usuario y el de la zona de administración sólo son 
accesibles una vez hemos iniciado sesión. En las siguientes secciones se muestran los 
mapas navegacionales a partir de estas dos pantallas. 
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5.4.2 ÁREA DE ADMINISTRACIÓN 
Puesto que en el área de administración hay muchas pantallas, he dividido los mapas 
navegacionales en secciones, agrupando las pantallas según un grupo de 
funcionalidades. 
Pantallas de gestión de la carrera 
 
 
Pantallas de gestión de la campaña de donaciones 
 
75 
 
Pantallas de la gestión de voluntariado 
 
 
Pantallas de la gestión de usuarios 
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Pantallas de la gestión de perfiles 
 
 
Pantallas de la gestión de correo electrónico 
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5.4.3 ÁREA PERSONAL 
Finalmente, aquí se encuentra el mapa navegacional del área personal.  
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6. IMPLEMENTACIÓN 
En este apartado explicaré los aspectos más relevantes o destacables de la 
implementación del proyecto. Por lo tanto, aunque se han implementado todas las 
funcionalidades nombradas en esta documentación, en este apartado sólo se hará 
mención a algunas. 
 
6.1 FORMULARIOS  
Una de las tareas más frecuentes y repetitivas cuando se está implementando una 
aplicación web es la creación de formularios HTML, y el posterior tratamiento y 
persistencia de los datos introducidos por el usuario. Symfony ofrece un componente 
dedicado a la creación de formularios para hacer estas tareas mucho más sencillas, 
permitiéndonos a la vez la reutilización de los formularios que creamos. 
A continuación explicaré el funcionamiento del componente de formularios de 
Symfony, utilizando como ejemplo el caso de la creación de una carrera en nuestro 
proyecto. 
Como ya he comentado anteriormente, Doctrine nos facilita la interacción con la base 
de datos, haciendo que cada clase PHP con la que trabajamos en Symfony sea 
equivalente a su correspondiente tabla en la base de datos. Por lo tanto, para crear 
una carrera y guardarla en base de datos, lo único que tendremos que hacer será crear 
un objeto PHP de la clase Carrera, e indicar que queremos persistir esos cambios con la 
función persist(). Esto automáticamente producirá un INSERT en la base de datos, sin 
que nosotros hayamos tenido que ejecutar el comando SQL concreto. 
A continuación se muestra el fragmento de código que inserta una carrera vacía en la 
base de datos: 
$em = $this->getDoctrine()->getManager(); 
$carrera = new Carrera(); 
$em->persist($carrera); 
$em->flush(); 
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El componente de formularios de Symfony sigue en esta línea: para guardar la carrera 
en la base de datos, lo más cómodo es crear un objeto de la clase Carrera, hacer un set 
de los atributos de este objeto PHP, y después guardarlo en base de datos con la 
función persist(). Probablemente, la información que tendremos que pedirle al usuario 
para crear este objeto de la clase Carrera serán los mismos atributos de este objeto, o 
un subconjunto de ellos. Se puede decir que todos, o la mayoría de los campos del 
formulario tendrán su equivalente con atributos de la clase Carrera. Por eso, Symfony 
ofrece la posibilidad de definir esta equivalencia a la hora de definir el formulario, en 
lugar de tener que hacer la relación manualmente al tratar el formulario.  
Para ello, la implementación del formulario para crear el objeto Carrera con Symfony 
no pasa por definir el código HTML del formulario, sino por la creación de un objeto de 
la clase CarreraType.  
Esta clase define, entre otras cosas: 
- A qué clase hace referencia el formulario. En este caso, a la clase Carrera. 
- Qué campos contendrá el formulario. Cada campo debe llamarse igual que un 
atributo de la clase Carrera, pues la equivalencia del campo del formulario con el 
atributo de la clase se basa en el nombre. Si queremos añadir un campo que no 
tenga equivalencia con ningún atributo de la clase Carrera, tendremos que 
indicarlo en las opciones del campo. 
A la hora de definir los campos del formulario se pueden definir distintas opciones 
para cada campo. Por ejemplo, podremos indicar si un campo es obligatorio, qué texto 
se debe mostrar como etiqueta del campo, o si el campo debe guardarse o no en base 
de datos al persistir el objeto Carrera al que se refiere el formulario. 
Una vez definida la clase CarreraType, podemos registrarla como servicio en el fichero 
services.yml para que sea accesible desde cualquier punto de nuestro proyecto: 
services: 
    carrera.form.type.carrera: 
        class: Esquella\CarreraBundle\Form\Type\CarreraType 
        tags: 
            - { name: form.type, alias: carrera }   
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Ahora ya podemos utilizar la clase CarreraType para crear un formulario de este tipo 
desde cualquier punto de nuestro proyecto, utilizando su alias carrera. 
A continuación se muestra la función que crea y trata el formulario de creación de la 
carrera: 
public function creaCarreraAction(Request $request) 
{ 
  $carrera = new Carrera(); 
  $form = $this->createForm('carrera', $carrera); 
   
  $form->handleRequest($request); 
   
  if ($form->isValid()) { 
            $carrera->setHabilitada(true); 
            $carrera->setEstado(0); 
            $em = $this->getDoctrine()->getManager(); 
            $em->persist($carrera); 
            $em->flush(); 
                         
            return $this->redirect($this->generateUrl('carrera_homepage')); 
  } 
             
  return $this->render('CarreraBundle:Administracion:nuevaCarrera.html.twig',  
     array('form' => $form->createView())); 
} 
Esta función crea un objeto de la clase Carrera, que después asocia con un formulario 
del tipo carrera.  
El método handleRequest() se encarga de detectar cuándo se envía el formulario. 
El método isValid() comprueba que el formulario sea válido. Como acabamos de crear 
el formulario, y este todavía no se ha enviado, esta función devolverá false la primera 
vez que se ejecute. 
Lo siguiente que se hace es mostrar la pantalla donde se visualizará el formulario, 
pasándole el formulario creado como parámetro. 
Dentro de la vista, basta con escribir la siguiente línea para mostrar el formulario con 
un formato predefinido: 
{{ form(form) }} 
 
En este proyecto se han personalizado los estilos y formatos de los formularios, pero 
no se explicará este proceso para simplificar. 
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Una vez se envía el formulario, el método handleRequest() lo detecta. Esta vez, el 
método isValid(), una vez comprobado que todos los campos sean correctos, devuelve 
true, y pasamos a tratar el objeto Carrera asociado al formulario: hacemos el set de 
dos atributos que no se muestran en el formulario, y llamamos a los métodos persist() 
y flush() para guardar el objeto con los datos introducidos por el usuario en base de 
datos. 
Todo este proceso nos aporta una serie de ventajas: 
- Nos permite, nuevamente, tratar con objetos PHP desde el mismo momento de la 
introducción de los datos, sin tener que preocuparnos de crear el código HTML y 
hacer la relación manualmente. 
- Nos permite reaprovechar los formularios: también podríamos utilizar este 
formulario para la modificación de la carrera, pues los campos serán los mismos, y 
hemos hecho que el tipo CarreraType sea accesible desde cualquier punto de 
nuestro proyecto.  
 
6.2 SISTEMA DE PERFILES 
La idea de crear el sistema de perfiles para administrar los permisos de los usuarios 
surgió a partir de la organización natural del equipo organizador de la carrera: desde 
las primeras etapas del proyecto se crearon diferentes grupos de personas, donde 
cada grupo tomaba responsabilidad de un área concreta de la organización del evento. 
Había un grupo encargado de la parte técnica, un grupo encargado de la parte 
económica, un grupo encargado de organizar a los voluntarios, etc. 
Por eso decidí no crear sólo un sistema basado en permisos, sino un sistema basado en 
perfiles, donde cada perfil agrupa diferentes permisos. Esto facilita la asignación de 
permisos según el grupo al que pertenezca el usuario dentro de la organización: es más 
sencillo asignar un perfil que contenga todos los permisos necesarios, que asignar cada 
permiso individualmente. 
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El sistema de perfiles se ha estructurado de la siguiente forma: 
 
 
Figura 14. Clases representativas para la gestión de usuarios 
 
- Cada funcionalidad que requiere de permisos está representada por un objeto de 
la clase Funcion.  
- Cada perfil está formado por un grupo de Funciones. Este grupo representa las 
funcionalidades a las que tendrá acceso un usuario con ese perfil. 
-  Cada perfil tiene asignado un Rol. La clase Rol es una clase que forma parte del 
contexto de seguridad de Symfony. Se puede limitar el acceso a las diferentes 
secciones de la web mediante los roles y las URLs: se puede indicar, por ejemplo, 
que sólo puedan acceder a la sección /web/admin los usuarios que tengan 
asignado el rol Administrador. 
- Un usuario puede tener diferentes perfiles. 
Para aumentar la flexibilidad del sistema, se permite crear perfiles nuevos, eliminarlos 
y modificar los perfiles existentes, asignando o quitando permisos a un perfil según se 
vea necesario en cada momento. Pero para evitar la posibilidad de que el sistema se 
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quede sin perfiles definidos, se han creado una serie de perfiles predefinidos que no se 
podrán editar ni eliminar. 
Para mejorar la legibilidad a la hora de visualizar los permisos, he hecho que las 
funcionalidades estén agrupadas según el área a la que pertenecen. Esto permite una 
visualización mucho más clara de las funcionalidades, tanto a la hora de ver los 
permisos asociados a un perfil, como a la hora de asociarlos: 
 
Figura 15. Visualización de los permisos de un perfil 
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Figura 16. Formulario de edición de un perfil 
En función de los permisos que tenga un usuario, las opciones que verá dentro de la 
aplicación serán diferentes: cada usuario sólo verá las opciones a las que tenga acceso. 
Aun así, por si alguien intentase acceder mediante una URL directa a una funcionalidad 
a la que no tuviese acceso, se hacen comprobaciones dentro de cada controlador 
encargado de una funcionalidad que requiere de permisos, devolviendo al usuario una 
excepción AccessDenied en caso de que hubiese intentado realizar una función para la 
que no tiene permisos. 
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6.3 TRADUCCIONES Y CONTENIDO EDITABLE 
Uno de los objetivos de este proyecto era que todo el contenido de la aplicación web 
fuese multiidioma. Se decidió que, de entrada, el contenido se presentaría en tres 
idiomas: castellano, catalán e inglés. 
Otro de los objetivos era que parte del contenido fuese editable. Este segundo objetivo 
nos obliga a diferenciar entre dos tipos de contenido a la hora de implementar las 
traducciones: el contenido estático y el contenido dinámico. 
Puesto que el contenido tiene que poderse editar en los tres idiomas, en este apartado 
hablaré de las dos funcionalidades: de las traducciones, de la edición del contenido y 
de cómo se combinan ambas. 
6.3.1 TRADUCCIONES DEL CONTENIDO ESTÁTICO 
Las traducciones del contenido estático de la aplicación web, como podrían ser las 
etiquetas de los campos de los formularios, los errores que devuelve la aplicación o los 
textos de la intranet, se realizan utilizando diccionarios que previamente habremos 
definido. 
Symfony ofrece un servicio de traducción. Para utilizarlo sólo hace falta habilitarlo, 
configurarlo, crear los diccionarios y hacer las llamadas necesarias para realizar las 
traducciones. Las traducciones se podrán hacer tanto desde la parte de la vista como 
desde la parte del controlador, puesto que Twig también ofrece soporte para las 
funciones de traducción. 
Habilitar y configurar el traductor es tan sencillo como escribir lo siguiente en el 
archivo de configuración de la aplicación config.yml: 
 
framework: 
    translator:      { fallback: ca } 
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Con esta configuración, además de habilitar el traductor, le estamos diciendo que si no 
encuentra un diccionario para el idioma configurado por el usuario, utilice el 
diccionario en catalán.  
Con esto nuestra aplicación ya está preparada para utilizar el servicio de traducción de 
Symfony. El siguiente paso es definir los diccionarios. 
Los diccionarios se alojarán en el directorio app/Resources/translations, como hemos 
explicado anteriormente, y tendrán por nombre la palabra “messages”, seguido del 
código del idioma, y finalmente de la extensión del formato del fichero: yml. 
 
Figura 17. Ruta de directorios para los diccionarios 
En cada uno de estos ficheros se guardarán las traducciones de los textos que 
queramos definir, en su idioma correspondiente. A continuación se muestra un 
ejemplo de un diccionario definido en el formato YAML: 
 
inscripcion: 
    form: 
        dni: DNI 
        nombre: Nom 
        apellidos: Cognoms 
Este formato nos permite crear jerarquías de nombres, para definir los textos de forma 
más ordenada: en este ejemplo, los textos pertenecen a etiquetas de campos de un 
formulario, por lo cual los hemos encapsulado dentro de un nivel llamado “form”. Y 
este formulario pertenece a la funcionalidad de la inscripción, así que hemos 
encapsulado este nivel “form” dentro de otro nivel superior llamado “inscripcion”. Así, 
cuando tengamos que buscar un texto de la funcionalidad Inscripción, los tendremos 
todos agrupados y sabremos exactamente dónde buscar. 
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A la hora de traducir un texto, lo podemos hacer desde dos sitios distintos, y de 
diferentes formas: 
- Desde el controlador: 
$this->get('translator')->trans('inscripcion.form.apellidos') 
- Desde la vista: 
{% trans %} inscripcion.form.apellidos {% endtrans %} 
 
o 
 
{{ inscripcion.form.apellidos|trans }} 
 
 
6.1.2 TRADUCCIONES DEL CONTENIDO DINÁMICO Y EDICIÓN DE CONTENIDO 
Si queremos que el contenido sea fácilmente editable para una persona no 
informática, tendremos que buscar una alternativa a los diccionarios: de otra forma, 
cada vez que se quisiera modificar un texto, habría que navegar dentro de la 
estructura del proyecto, descargar los ficheros de los diccionarios y modificar dentro 
los textos, para después volver a subirlos al servidor.  
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La edición de contenido se ha implementado de la siguiente manera: 
- Los textos que se puedan editar no se guardarán en diccionarios, sino en registros 
de la base de datos. 
- Para poder identificar los textos de cada página de manera más cómoda, el 
contenido se ha dividido en dos tablas de la base de datos: 
 
Figura 18. Clases representativas de la funcionalidad de contenido editable 
La tabla Bloque hace referencia a un bloque de texto. Su campo “contenido” contiene 
el texto, y su campo “orden” indica en qué posición se encuentra este bloque de texto 
dentro de la página. 
La tabla Contenido hace referencia a todo el contenido de una página, y está formada 
por un conjunto de Bloques de texto. Su atributo “pagina” indica a qué página 
pertenece el contenido. 
Esta estructura nos permite cumplir nuestro objetivo de tener contenido editable en 
las páginas que consideremos necesario: para mostrar la página sólo hace falta cargar 
de la base de datos el Contenido asociado a esa página, ordenando los bloques según 
su atributo “orden”. Y para editar el contenido, sólo tenemos que actualizar los 
registros adecuados en la base de datos. 
Este método nos permite tener contenido dinámico, pero todavía no es contenido 
multiidioma. Para conseguir este segundo objetivo, he utilizado una librería o Bundle 
externo: DoctrineBehaviors, de KnpLabs. Esta librería agrupa un conjunto de 
funcionalidades que extienden los comportamientos de las clases de Doctrine, entre 
las cuales está la que nos interesa: hace que una clase sea traducible. Para ello, lo que 
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hace esta librería es dividir la clase que queremos traducir en dos clases distintas: una 
que contiene los atributos que queremos traducir, y otra que contiene el resto de los 
atributos: en el ejemplo anterior, tendremos una clase Bloque, que contendrá el 
identificador del bloque y el atributo “orden”, y otra clase BloqueTranslation, que 
contendrá el atributo “contenido”.  
 
Figura 19. Clases representativas de la funcionalidad de contenido editable 
multiidioma 
DoctrineBehaviors maneja la asociación de la clase Bloque con la clase 
BloqueTranslation automáticamente a través de un listener. Si indicamos en la clase 
Bloque que se trata de una clase traducible, el listener buscará una clase con el mismo 
nombre seguido de la palabra Translation, y cuando la encuentre hará la relación. 
Internamente, la tabla BloqueTranslation que creará DoctrineBehaviors en la base de 
datos contiene algunos atributos más para mantener la relación e identificar el idioma 
de la traducción: 
- translatableId: el id del bloque de texto al que corresponde la traducción. 
- locale: el idioma de la traducción  
Así que con esto ya podemos cumplir los dos objetivos: tenemos contenido editable y 
multiidioma. Sólo falta crear una interfaz amigable para que la edición del contenido 
en los tres idiomas sea fácil.  
Cuando un usuario administrador con permisos para editar el contenido de la página 
inicia sesión en la aplicación, le aparece un botón de edición en cada sección de la 
página con contenido editable: 
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Figura 20. Botón de edición de contenido 
Una vez selecciona la opción de editar el contenido de la sección, se muestra un 
formulario, con una pestaña para cada idioma: 
 
Figura 21. Formulario de edición de contenido multiidioma 
Este editor no contiene modificadores de formato, puesto que lo único que se desea es 
permitir cambiar los literales: el diseño de la página ya marca el estilo que tendrá cada 
bloque de texto. Cambiando a las diferentes pestañas se puede ver y modificar el 
contenido en los diferentes idiomas. 
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Una vez modificados los textos, el usuario pulsa el botón de “Guardar” y el contenido 
modificado se guarda en la base de datos. 
 
6.2 INTEGRACIÓN CON PAYPAL 
Otra de las funcionalidades que se han implementado es el pago de las inscripciones o 
las donaciones que realicen los usuarios a través de Paypal o tarjeta de crédito. En 
realidad, sólo ha hecho falta implementar el pago a través de Paypal, puesto que esta 
plataforma ya nos ofrece también la opción de pagar con tarjeta de crédito. 
La decisión de realizar los pagos a través de Paypal se tomó principalmente por dos 
motivos: 
- La integración, en su forma más básica, es sencilla. Si después se desea utilizar 
funciones más avanzadas, Paypal ofrece varios servicios adicionales, como los dos 
que se han utilizado en este proyecto: Paypal IPN (Instant Payment Notifications) y 
Paypal PDT (Payment Data Transfer). 
- Utilizando Paypal, los pagos se realizan en sus servidores. Esto aporta, por un lado, 
seguridad a los clientes, puesto que el pago no lo están realizando en una página 
web que no conocen, sino en un sistema que conocen como fiable y al que están 
acostumbrados y, además, sin dar a conocer en ningún momento sus datos 
bancarios. Y por otra parte, a nosotros nos permite despreocuparnos de los datos 
sensibles asociados al pago, y de la seguridad extra que requeriría por nuestra 
parte. 
Así pues, en este proyecto se ha utilizado la integración con Paypal para las dos 
funcionalidades que requieren realizar pagos: 
- Recepción de donaciones 
- Pago de inscripciones 
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En los dos casos, el proceso de integración es el mismo: se crea un botón de Paypal, 
donde se configuran diferentes parámetros referentes al pago (el precio, el número de 
referencia del producto, etc.). Este botón se incluye en nuestra página web, y cuando 
el usuario pulse el botón, será redirigido a la página web de Paypal para realizar el 
pago con los parámetros que nosotros hayamos configurado previamente para ese 
botón concreto. 
 
6.2.1 CREACIÓN DEL BOTÓN 
Los botones de pago de Paypal se crean directamente en su página web. Para ello, 
primero hay que crear una cuenta de Paypal registrada como empresa. Una vez creada 
la cuenta, desde nuestro perfil podremos crear y guardar tantos botones como 
queramos, para después integrarlos en nuestra aplicación web. 
A la hora de crear un botón de pago, Paypal nos da a elegir entre diferentes tipos de 
botones. Por ejemplo, para la funcionalidad de las donaciones elegiremos un botón de 
Donaciones, que permitirá al usuario elegir la cantidad que desea donar, y que no irá 
asociado a ningún producto. Y para la funcionalidad de las inscripciones, elegiremos un 
botón de Comprar ahora.  
Los botones permiten configurar diferentes parámetros. Pondremos como ejemplo el 
botón de Comprar ahora de las inscripciones: 
Nuestras inscripciones a la carrera pueden tener dos precios distintos: 20€, si el 
corredor tiene licencia, o 25€ en caso contrario, pues en ese caso es responsabilidad 
de la organización de la prueba obtener una licencia de un día para el corredor, que 
tiene un precio de 5€.  
Paypal nos ofrece distintas opciones para configurar el precio de nuestro producto: se 
puede permitir que el usuario elija el precio (como será el caso de nuestro botón de 
donaciones), se puede fijar un precio único para el producto, o se pueden ofrecer 
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diferentes opciones de precio utilizando un desplegable. Para el botón de 
inscripciones, se ha utilizado esta última opción. 
Otra de las ventajas que nos ofrece Paypal es la opción de hacer un seguimiento de 
nuestro producto: podemos configurar cuántas unidades del producto que estamos 
vendiendo hay disponibles, e indicar que no queremos que se permita la venta de más 
unidades de las que disponemos. Esto nos permite asegurarnos de que el número de 
personas inscritas no será superior al número máximo de participantes que hayamos 
configurado para la carrera. Además, podemos pedirle a Paypal que nos avise 
mediante un correo electrónico cuando las inscripciones se estén acabando. En 
nuestro caso, el botón se ha configurado para que permita la venta de un máximo de 
200 inscripciones, y para que nos envíe un correo electrónico cuando se hayan vendido 
150. 
En el siguiente paso podemos configurar otros parámetros, como a qué URL se debe 
redirigir al usuario cuando finalice el proceso de compra, o en el caso de que cancele el 
proceso antes de finalizar la compra. Esto nos permite mostrar un mensaje u otro al 
usuario dependiendo de si ha realizado el pago correctamente o no. 
Finalmente, podemos configurar las opciones avanzadas. Paypal pone a nuestra 
disposición un conjunto de parámetros que podemos añadir en un área de texto con 
los valores que nos convengan. Para nuestro botón de inscripciones hemos utilizado 
los siguientes parámetros avanzados: 
- custom: es una variable que tiene como propósito servirnos de referencia. Nos 
permite definir un valor que nosotros podremos utilizar a nuestra conveniencia. En 
nuestro caso, se utiliza para identificar el identificador de la inscripción que se está 
pagando. 
- notify_url: es una variable que indica a qué URL debe enviar Paypal las 
notificaciones cuando reciba un pago a través de ese botón. Su utilidad se explicará 
más adelante, en el apartado de Instant Payment Notification. 
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Una vez configurados todos los parámetros, Paypal guarda los cambios y nos ofrece un 
código HTML que debemos incluir en nuestra aplicación web para mostrar el botón. 
Sólo con esto ya tenemos suficiente para recibir pagos a través de nuestra aplicación 
web. 
 
6.2.2 PAYMENT DATA TRANSFER 
Payment Data Transfer (PDT) es un método para mostrar a los clientes detalles sobre 
el pago que acaban de realizar al volver a nuestra página web. En este proyecto, lo he 
utilizado para mostrar un mensaje de confirmación con el número de referencia de la 
transacción de Paypal para que puedan guardarlo como comprobante. 
Para utilizar PDT hay que seguir una serie de pasos, que se muestran en la siguiente 
imagen: 
 
Figura 22. Protocolo PDT 
Cuando un usuario realiza un pago a través del botón Paypal de inscripciones de 
nuestra web, Paypal devuelve al usuario a la URL que hayamos definido en el botón, y 
a esta URL le concatena el identificador de la transacción. Si queremos obtener los 
detalles del pago para validar la transacción y mostrárselos al cliente, debemos 
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enviarle de vuelta a Paypal vía POST este identificador, junto con el token de identidad 
de nuestra cuenta Paypal. Una vez Paypal haya validado que el identificador de 
transacción es válido, y que corresponde a una transacción asociada a nuestra cuenta, 
nos enviará los detalles de la transacción, que podremos mostrar al cliente. 
 
En la siguiente imagen se puede ver el mensaje de confirmación que se muestra al 
cliente una vez ha realizado el pago de la inscripción: 
 
 
Figura 23. Mensaje de confirmación de la inscripción 
 
6.2.3 INSTANT PAYMENT NOTIFICATION 
Instant Payment Notification (IPN) es otro de los servicios que nos ofrece Paypal. Así 
como el anterior estaba orientado a mostrar datos sobre la transacción al cliente, este 
está orientado a ofrecérnoslos a nosotros, para que podamos guardar los datos que 
consideremos necesarios. PDT no se suele considerar un método fiable para procesar 
la información de los pagos por una sencilla razón: nadie nos asegura que el cliente 
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vaya a volver a nuestra aplicación web una vez haya realizado el pago. Podría, 
simplemente, cerrar el navegador, o cambiar de página antes de que Paypal le 
devolviese a nuestra web. Si esto ocurriese, y confiásemos sólo en PDT para guardar 
los datos del pago, éstos nunca llegarían a obtenerse, pues el código de PDT se ejecuta 
en el momento en que Paypal devuelve al cliente a nuestra web. 
 
Por ese motivo he decidido utilizar también IPN: el servicio de notificaciones de Paypal. 
Si tenemos activado y configurado este servicio en nuestra cuenta, Paypal nos enviará 
una notificación cada vez que se produzca un evento relacionado con una transacción 
asociada a nuestra cuenta: por ejemplo, cuando alguien compre uno de nuestros 
productos. El protocolo a seguir para obtener los datos de la transacción es similar al 
de PDT, y los pasos a seguir se muestran en la siguiente imagen: 
 
 
Figura 24. Protocolo IPN 
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Cuando alguien realiza un pago en nuestra web, Paypal nos envía una notificación a la 
URL que hemos configurado en nuestra cuenta. Esta URL se puede definir de forma 
global para toda la cuenta, o de forma específica para cada botón a través del 
parámetro notify_url mencionado anteriormente. La URL debe ser la ruta de un 
listener encargado de recibir las notificaciones, realizar el tratamiento de los datos y 
las comprobaciones necesarias, y guardar los datos del pago en nuestra base de datos. 
La notificación que envía Paypal se conoce como Mensaje IPN. Una vez recibido este 
mensaje, nuestro listener tiene que devolverle a Paypal una respuesta HTTP 200, 
seguida del mismo mensaje IPN que ha recibido. A continuación, Paypal comprueba 
que el mensaje recibido coincide, y envía la palabra VERIFIED, si la información es 
correcta, o INVALID si no lo es. 
Una vez nuestro listener recibe la palabra VERIFIED, ya puede proceder a tratar los 
datos del mensaje IPN. 
Paypal puede enviar la misma notificación varias veces, por si nuestro sistema estaba 
caído en algún momento. Por eso, una de las comprobaciones que debe hacer nuestro 
listener es que no se trate de una notificación duplicada, para no volver a guardar la 
información de un pago que ya tenemos registrado. 
Además, nuestro listener se encargará de hacer varias comprobaciones más: que el 
pago sea para nosotros, que sea de la cantidad esperada, que el identificador de la 
inscripción a la que está asociado el pago exista, etc.  
Una vez hechas todas estas comprobaciones, si todo es correcto, se creará un objeto 
de la clase PagoInscripción con la información de pago recibida, se guardará en base de 
datos, se marcará la inscripción como válida y se enviará un correo electrónico al 
corredor confirmándole que se ha recibido el pago de su inscripción. En caso de que el 
pago no fuese correcto, simplemente se guardaría en la base de datos con un mensaje 
de error, por si se quisiera revisar posteriormente. 
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7. PRUEBAS 
Las pruebas de la aplicación web se han ido llevando a cabo a lo largo de todo el 
desarrollo del proyecto: cuando se implementaba una nueva funcionalidad, se probaba 
a fondo esa funcionalidad, y todas las que podían verse afectadas por la misma. 
Además, al final de la implementación se volvieron a realizar pruebas de todas las 
funcionalidades, para ver que las cosas funcionaban no sólo de forma individual, sino 
que la integración entre las diferentes funcionalidades también era correcta. 
También se pidió a varios organizadores que realizaran pruebas concretas, o que 
simplemente probasen a trabajar con la aplicación durante un rato para ver si todo 
funcionaba correctamente, o si detectaban algún error. 
En general las primeras pruebas globales fueron satisfactorias, y sólo se encontraron 
pequeños errores que se corrigieron de forma rápida, puesto que la mayoría de 
errores ya se habían ido encontrando y arreglando en las pruebas realizadas durante la 
implementación del proyecto. 
En el proceso de testeo destacan las pruebas de Paypal, que requirieron de un método 
específico. Este método se explica a continuación. 
 
7.1 PRUEBAS DE PAYPAL 
Para probar las funcionalidades relacionadas con los pagos, Paypal pone a nuestra 
disposición un entorno de pruebas, llamado Sandbox. Este Sandbox nos permite 
simular los pagos, en lugar de hacer pagos de verdad. 
Para poder utilizarlo, lo primero que hice fue crear una cuenta de vendedor y una 
cuenta de comprador en la web www.sandbox.paypal.com. Estas son las cuentas que 
utilizaría para realizar las pruebas en el entorno de pruebas de Paypal. 
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Una vez creada la cuenta de vendedor, procedí a simular todo el proceso de creación 
de los botones de pago. Creé los botones con la misma configuración que en la cuenta 
real de Paypal, para asegurarme de que las pruebas que iba a hacer garantizasen el 
correcto funcionamiento de los botones reales. 
Una vez creados los botones, los incluí en la aplicación web en lugar de los botones 
reales de Paypal. Así, cuando pulsase uno de los botones de compra de Paypal, éste no 
me redirigiría a la página de Paypal, sino a su Sandbox. 
En los listeners que recibían las notificaciones IPN, y en el controlador encargado de 
realizar la comprobación del PDT, añadí una condición: si la notificación venía del 
Sandbox, comprobaría que el pago fuese dirigido a la cuenta de prueba, en lugar de a 
la cuenta de producción, pues una de las comprobaciones que se hace es que el pago 
esté dirigido a nuestra cuenta de Paypal. Además, en estos casos las respuestas 
también se enviarían a la web del Sandbox, pues es la que tendría la información sobre 
la transacción: la web de Paypal no tiene conocimiento de las transacciones simuladas 
que se realizan en el Sandbox. 
Una vez hecho esto, ya podía probar el funcionamiento de las inscripciones y las 
donaciones al completo sin realizar pagos reales: al pulsar el botón se me redirigía al 
Sandbox de Paypal. Allí introducía los datos de mi cuenta de cliente de pruebas para 
simular el pago. Una vez hecho el pago, la página de Sandbox me devolvía a la página 
de mi aplicación web, y me mostraba el mensaje de confirmación con el código de 
referencia de la transacción simulada devuelta por el servicio PDT. De manera 
asíncrona, el sistema recibía una notificación IPN con los datos del pago, que una vez 
comprobados se guardaban en base de datos y, si todo era correcto, recibía un correo 
electrónico. 
Esto me permitía probar el flujo completo de las funcionalidades de las donaciones y 
de las inscripciones, pero era una prueba demasiado larga si la tenía que repetir 
demasiadas veces para, por ejemplo, probar el funcionamiento de casos concretos de 
los listeners. Para ello, Paypal pone a disposición del desarrollador aún otra 
herramienta: el simulador IPN.  
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Este simulador no es más que una página web con un formulario, en el que puedes 
introducir la URL donde se encuentra alojado tu listener, y todos los parámetros que se 
pueden enviar en un pago normal. Así, rellenando un simple formulario, puedes probar 
si tu listener funciona como debería en diferentes escenarios, en función de los datos 
que hayas introducido en el formulario. De esta forma se hacía mucho más fácil testear 
los listeners. 
Cabe destacar que todas estas pruebas no se pudieron realizar en local, puesto que la 
URL de los listeners debe ser accesible por los servidores de Paypal para poder enviar 
las notificaciones. Por ello, las pruebas se realizaron en un entorno de pre-producción.  
Para la creación de este entorno, se creó un subdominio de la página web, protegido 
mediante usuario y contraseña para limitar el acceso, excepto para la URL donde se 
alojaban los listeners, que permitían el acceso sin autenticación durante el tiempo en 
que se realizaban las pruebas. 
Una vez realizadas las pruebas en el sandbox de Paypal, volví a sustituir los botones de 
Paypal por los del entorno de producción. Estos botones nos permiten pagar a través 
de una cuenta Paypal, o a través de tarjeta de crédito. Días antes de publicar la 
aplicación web, hicimos varias pruebas con los botones del entorno de producción, e 
hicimos varias pruebas de pagos a través de una cuenta Paypal y a través de tarjeta de 
crédito para asegurarnos de que los dos métodos funcionaban correctamente. En este 
punto nos encontramos con que Paypal rechazaba todas las tarjetas con las que 
probábamos. Pensando que se trataba de un error de integración de nuestra 
aplicación con Paypal, me puse en contacto con el servicio de atención al cliente. 
Después de un buen rato al teléfono analizando qué podía haber pasado, me aclararon 
que no se trataba de ningún error y que la integración era correcta: simplemente, el 
sistema de seguridad de Paypal había detectado que había entrado a la cuenta de 
Paypal de la empresa desde la misma red desde donde intentaba hacer el pago. Esto es 
detectado por el sistema de seguridad de Paypal, que bloquea los pagos con tarjeta si 
alguien ha accedido a la cuenta de la empresa que recibe los pagos desde la misma 
red, según me dijeron, para evitar fraudes. Después de saber esto, hicimos la prueba 
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desde otra red con la que nunca habíamos accedido a la cuenta de Paypal de la 
empresa, y comprobamos que realmente todo funcionaba, dando por finalizadas las 
pruebas de integración con Paypal. 
 
8. POSIBLES MEJORAS O AMPLIACIONES 
 
Puesto que esta es sólo la primera versión de esta aplicación web, ya se han planteado 
varias ampliaciones de cara a próximas ediciones. 
Algunas de las ampliaciones que se han pensado para un futuro próximo son las 
siguientes: 
- Añadir la posibilidad de publicar fotos. Esta será, probablemente, una de las 
primeras funcionalidades que añadiremos en un futuro próximo. La idea es crear 
una sección dentro de la aplicación web donde fotógrafos registrados previamente 
en la aplicación, y con permisos para publicar sus fotos, puedan subir fotos 
relacionadas con el evento. Estas fotos tendrían que ser revisadas por un 
administrador antes de publicarse y, una vez aceptadas, se mostrarían en una 
sección dedicada a mostrar galerías de fotos clasificadas por autor. 
- Añadir una sección de servicios. Esta sección contendrá información para el usuario 
sobre los servicios que puede encontrar en el entorno en el que se realizará la 
prueba: restaurantes, hoteles, plazas de parking, etc. Se ha planteado también la 
posibilidad de negociar con los distintos establecimientos para ofrecer descuentos 
a usuarios de la web el día del evento: por ejemplo, a las personas que se registren 
como voluntarios o como corredores, o a los que realicen una donación a través de 
la aplicación web. 
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Otra ampliación que se ha planteado es la realización de una aplicación móvil. Esta 
funcionalidad ya se había planeado para la realización de este proyecto, pero por 
motivos que se han explicado anteriormente en esta memoria, no se ha llegado a 
realizar. De todas formas, esta es una funcionalidad que de momento consideramos 
prescindible, y daremos prioridad a otras funcionalidades, como las dos nombradas 
anteriormente, a la hora de implementar nuevas ampliaciones. 
 
9.  CONCLUSIONES 
De este proyecto me llevo muchas cosas. Me llevo el conocimiento de tecnologías que 
no conocía, y que estoy segura que volveré a utilizar a lo largo de mi carrera 
profesional. Symfony me ha parecido un framework realmente potente, y después de 
haber trabajado con él en este proyecto no dudaría en volver a utilizarlo. 
Me llevo también nuevas habilidades comunicativas y de trato con el cliente: aunque 
los organizadores de este evento no eran formalmente mis clientes, desde el inicio de 
este proyecto decidí considerarlos como tales. Esto me ha obligado a cambiar de chip a 
lo largo del desarrollo del proyecto: muchas veces, estando acostumbrados como 
estamos a un entorno técnico, se nos olvida que hay personas que no están 
acostumbradas a tratar ciertos temas de la misma manera que nosotros. Entre estas 
personas están, normalmente, las más importantes: los clientes. Ellos tienen una idea 
del “qué”, y nosotros estamos acostumbrados a pensar en términos del “cómo”: ellos 
saben qué quieren, y nosotros pensamos en la solución técnica. El hecho de tratar 
directamente con los organizadores de la carrera me ha ayudado a mejorar mis 
habilidades a la hora de presentar soluciones a los problemas del cliente de forma 
clara para ellos.  
Finalmente, me llevo la satisfacción de haber formado parte de un proyecto desde sus 
inicios, y de haber creado desde cero una herramienta que será utilizada en el mundo 
real. 
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En conclusión, saco de este proyecto una valoración positiva, por los conocimientos y 
habilidades adquiridos a lo largo de todo el proceso, y por la satisfacción de verlo 
finalizado y en funcionamiento. 
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ANEXO I: APLICACIÓN DE SOPORTE PARA EL CRONOMETRAJE 
Para dar soporte a la tarea de obtener los tiempos de los corredores a medida que 
avanzan en la carrera y publicarlos en la aplicación web, se ha creado una pequeña 
aplicación que ejecutaremos en los ordenadores de los que nos proveerá la empresa 
de cronometraje. Estos ordenadores, mediante un software específico de la empresa, 
son los únicos que pueden conectarse al equipo de cronometraje de la empresa y 
acceder a los ficheros que contienen los datos sobre los tiempos de los corredores. 
Esta aplicación permite procesar estos ficheros y tratarlos para conseguir la 
información que nuestra aplicación web necesita para mostrar los tiempos de los 
corredores en tiempo real.  
Puesto que los ordenadores que nos provee la empresa no disponen de conexión a 
internet, la aplicación cumple con el objetivo de ofrecernos una alternativa para 
publicar los datos: una vez extraídos del fichero los datos necesarios, genera una serie 
de códigos QR que podremos leer con un Smartphone, que sí dispondrá de conexión a 
internet. Cada uno de estos QR contendrá una URL donde nuestra aplicación web 
recogerá y tratará los datos. Estos datos de cronometraje se pasarán como parámetros 
GET en la URL generada por la aplicación y contenida en el QR.  
 
IMPLEMENTACIÓN 
Esta aplicación se ha implementado con el lenguaje de programación  Visual C# 2010, 
utilizando una librería .dll de terceros gratuita y libre que permite, a través de una 
serie de parámetros, generar un mapa de bits equivalente a un código QR. 
Para la implementación de la aplicación se ha utilizado el entorno Visual Studio. 
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La aplicación realiza tres funciones básicas: 
- Leer y procesar el fichero de datos. El fichero que extraeremos del equipo de 
cronometraje es un fichero tabulado, que contiene una serie de datos referentes al 
corredor y a los tiempos registrados. Puesto que nosotros sólo necesitamos los 
datos que hacen referencia a los tiempos de paso del corredor por los puntos de 
control, la aplicación se encargará de leer el fichero y coger las columnas donde se 
encuentran los datos necesarios: el dorsal y el tiempo. 
- Convertir estos pares de datos dorsal-tiempo a un formato reducido, para poder 
enviar más datos en cada bloque. El formato que se ha seguido es el siguiente: 
o Tres dígitos para el dorsal del corredor. En esta primera edición de la 
carrera, el máximo de corredores será de 300, y no creemos que se vaya 
a aumentar este número a más de 999 en un futuro próximo. 
o Un dígito para las horas, puesto que la carrera nunca durará más de 9 
horas. 
o Seis dígitos para los minutos, segundos y décimas de segundo. 
También se han eliminado los separadores, como los : y las , de los tiempos. 
Así, un par dorsal-tiempo del corredor con dorsal 001 y tiempo 00:30:06,71 
quedará representado con la siguiente cadena: 0010300671 
- Generar un código QR a partir de estos datos, un token de usuario y una URL. El 
token de usuario y la URL son parámetros que se explicarán en el siguiente 
apartado. El QR resultante será esta URL, con el token de usuario y los datos de los 
tiempos concatenados como parámetros GET. 
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FUNCIONAMIENTO 
Al abrir la aplicación, se nos muestra una pantalla con cuatro pestañas. La pestaña que 
nos sale seleccionada al inicio es la pestaña de configuración. 
 
Figura 25. Configuración básica 
En esta pestaña podemos configurar diferentes parámetros: 
- La ubicación del archivo que contiene los tiempos de los corredores. 
Seleccionando el botón de los tres puntos suspensivos, podemos seleccionar el 
fichero de nuestro ordenador. 
Este fichero será el fichero extraído del equipo de cronometraje, y tendrá un 
formato concreto. Nuestra aplicación se encargará de procesar el fichero para 
obtener los campos que nos interesan. 
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- La URL donde se encuentra alojado el controlador de la aplicación web que recibirá 
los datos.  
- El token de identidad del usuario. Sólo los usuarios autorizados podrán añadir 
tiempos utilizando esta aplicación.  
- El número de control para el que se recogen los tiempos. En cada punto de control 
habrá por lo menos una persona encargada de publicar los tiempos de los 
corredores utilizando esta aplicación. Cada una de ellas tendrá configurada la 
aplicación con el número de su punto de control.  
La aplicación también dispone de una serie de parámetros avanzados, que inicialmente 
están ocultos para que resulte más sencillo y menos confuso para el usuario. Se puede 
acceder a esta lista de parámetros avanzados clicando varias veces sobre la imagen del 
logotipo de la carrera en la pestaña de configuración. 
 
 
Figura 26. Configuración avanzada 
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Estos parámetros hacen referencia al formato concreto del fichero de carga de 
tiempos, que viene determinado por el equipo de cronometraje. Estarán inicializados 
con los valores que conocemos actualmente del formato del fichero, pero se ha 
añadido la opción de modificarlos para asegurar que los posibles cambios en el 
formato del fichero no afecten al funcionamiento de la aplicación. Los parámetros son 
los siguientes: 
- Ignorar la primera línea: en el fichero de ejemplo que nos ofreció la empresa de 
cronometraje, la primera línea era una cabecera que no contenía datos útiles. Este 
flag sirve para indicarle a la aplicación si debe ignorar esta primera línea o no. 
- Dorsal: Indica el número de columna en que se encuentra la información referente 
al dorsal del corredor. 
- Temps: Indica el número de columna en que se encuentra la información referente 
al tiempo del corredor. 
- Blocs per QR: Indica a la aplicación el número de bloques dorsal-tiempo que debe 
incluir en cada QR generado. 
Una vez configurados todos los parámetros, podemos bloquearlos utilizando el botón 
del candado, para que no podamos desconfigurarlos por error. También podemos 
hacer un reinicio de la configuración pulsando el botón Reiniciar dades, que se 
inhabilita cuando la configuración está bloqueada. 
Ya con todos los parámetros configurados, podemos generar los QR a partir de los 
datos extraídos del fichero. El botón Llegir dades provocará que la aplicación lea y 
procese el fichero para obtener los datos que nos interesan (el dorsal y el tiempo de 
cada corredor) y genere tantos QR como sea necesario para enviar la información de 
todos los corredores en bloques del tamaño que hemos configurado. Cada uno de 
estos QR nos llevará a la URL donde se encuentra el controlador encargado de recibir 
los datos, pasándole como parámetros GET el token del usuario, seguido de la 
información de los corredores. 
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Figura 27. Lectura de datos y generación de código QR 
La tercera pestaña, Llista, nos muestra una lista con los pares dorsal-tiempo leídos 
hasta el momento. Esta pestaña es útil, además de para aportar información al 
usuario, por si se tuviesen que registrar los tiempos manualmente: si la generación del 
código QR fallase por algún motivo, o si el móvil del usuario fallase, la última opción 
sería transmitir los tiempos por teléfono o por walkie, y la lectura en esta lista es 
mucho más cómoda que en el fichero del que se extraen los datos, que contiene 
muchos más datos de los que necesitamos. 
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Figura 28. Lista de datos leídos 
Finalmente, hay una cuarta pestaña donde se irán mostrando mensajes sobre el 
funcionamiento del programa: información sobre la ejecución, mensajes de error, etc.  
 
Figura 29. Registro de errores 
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RESULTADOS 
 
Una vez se generan los códigos QR y se leen con un Smartphone, accedemos a una URL 
donde se encuentra alojado un controlador que forma parte de la aplicación web. Este 
controlador se encarga de extraer los parámetros GET concatenados a la URL (el token 
de usuario y los pares dorsal-tiempo), hacer las comprobaciones necesarias, e insertar 
los datos en la base de datos para que sean accesibles desde la página de consulta de 
clasificaciones. 
En la siguiente imagen se muestra la página de consulta de clasificaciones una vez 
cargados los datos de cronometraje a través de la lectura de un QR generado por la 
aplicación: 
 
 
Figura 30. Resultados de la carga vistos desde la página de consulta de resultados 
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