Abstract. The cornerstone for the success of Service-Oriented Computing lies in its promise to allow fast and easy composition of services to create added-value applications. Compositions need to be described in terms of their desired functional properties, but the non-functional properties are of paramount importance as well. Inspired by the Web Service challenge we propose a new model for describing the Quality of Service (QoS) of a composition which considers the information flow and describes basic service qualities at the granularity level of service part names, that is, operations comprised in service invocation/response messages. In this initial investigation, we overview a number of formal methods techniques that allow to reason with QoS composition based on the proposed model, and propose an algorithm for determining the QoS of a composition given the QoS associated with the individual services.
Introduction
Service-Oriented Computing (SOC) is an emerging computing paradigm for building distributed information systems in which the concepts of distribution, openness, asynchronous messaging and loose coupling take a leading role. In this context, applications are built out of individual services that expose functionalities by publishing their interfaces into appropriate repositories, abstracting entirely from the underlying implementation. Published interfaces may be searched by other services or users and subsequently be invoked. The interest task. There are various issues related to QoS composition. One could have a design of a composition with information regarding QoS of individual elements and wish to know the resulting QoS of the composition. One could have an abstract composition and might need to decide which services to select when implementing the composition in order to fulfill some QoS desiderata, e.g., [14] . In [20, 19] , the authors propose a QoS model and a middleware approach for dynamic QoS-driven service composition. They investigate a global planning approach to determine optimal service execution plans for composite service based on QoS criteria. Another interesting question is that of determining the QoS of a composition given basic QoS information of single service operations. In [6] , a method is proposed to assess the QoS of a workflow, given the QoS of the individual tasks of the workflow. The methodology consists of a set of rewrite rules for the workflow aiming at arriving at the description of the QoS of the whole workflow.
In this paper, we consider the problem of QoS composition from a different perspective. Instead of resorting to a state based representation giving emphasis to tasks and the flow of control, as e.g. in [6] , we take a stateless representation of composition, with individual services as elementary components, and WSDL message part names to represent the data flow. This choice is motivated by the Web Service challenge (see http://www.comp.hkbu.edu.hk/ ∼ ctr/wschallenge/ and http://insel.flp.cs.tu-berlin.de/wsc06/) that consists in finding a composition of services which satisfies a given query. The granularity level of the query is at the level of message part names and the composition is modeled as a multigraph of services with part names as edges. In the present work, we generalize the simple model of the Web Service challenge to include Quality of Service attributes, but also to allow defining different patterns in the composition by introducing input service expressions, built using logical operators. The resulting model turns out to be a compact form in which services have a central role and one can appreciate the message exchanged among services.
The rest of the paper is organized as follows. In Section 2, we introduce a simple running example of an application to know the temperature at a given location based on several services. In Section 3, we introduce the QoS model. Formal methods to reason about the QoS of the composition are discussed in Section 4, where we also give an algorithm for establishing the QoS of a composition. Concluding remarks and open research issues are summarized in Section 5.
A service composition example
Suppose one wants to build an application for knowing the temperature at a given location. The application should be built using existing services. The nonfunctional requirements of the application consider the response time and cost of each run of the system. A design of the application is having a program invoking three services: Google to find out the longitude and latitude of the desired location, 5 a weather service to find the temperature, 6 and a temperature converter for having the temperature in either Fahrenheit or Celsius. 7 In addition, some processing will be done internally, e.g., extracting the coordinate information from Google result snippets. The example services should be considered only as motivation for the present work, for the ease of presentation we take the liberty of simplifying part names and messages of the services. We also assume that part names of services match, e.g., the output name of Google matches the input part name of Weather.org, even though this is not true in practice. Matching can be achieved resorting to semantic web, or more generally, ontology techniques (see for instance [1] ) or by syntactic matching (see for instance [8] ).
The input of the application is a text string identifying the location and a date. The output is a temperature in Celsius. Next, we consider how this simple example is formally modeled taking into account both the functional and the non-functional properties of the services, of the composition and the query.
Service Model
Web Services standards originated from the industrial need for loosely coupled interprocess communication, there is very little formality beyond the mere XML schema definitions. Here we provide a formalization which allows us to represent both the functional and non-functional properties of services, of service compositions and of queries. Let us begin by the domain of our information system.
Definition 1 (functional service model).
A functional service model is a tuple S, P, M, in, out defined in the following way:
-S is a set of services, -P is a set of part names, -M ∈ P(P ) is a set of messages consisting of part names -in is a function S → P(P ), the set of input part names of a service, -out is a function S → P(P ), the set of output part names of a service.
By this definition, a service is thus a collection of input and output part names grouped into messages. In the present treatment, we do not consider part types and we use the message information to classify part names into input and output for the various services. Example 1. Considering the weather example of Section 2, S consists of the services {Google, W eather.org, IT empConverter}, P consists of many part names, such as the following ones:
<xsd:element name="searchQuery" type="xsd:string"/> <xsd:element name="searchTime" type="xsd:double"/> 5 http://www.Google.com/apis/ 6 http://www.weather.gov/forecasts/xml/DWMLgen/wsdl/ndfdXML.wsdl 7 http://developerdays.com/cgi-bin/tempconverter.exe/soap/ITempConverter Weather.org: <xsd:element name="temp" type="xsd:boolean"/> <part name="dwmlOut" type="xsd:string" /> ITempConverter: <part name="temp" type="xs:int"/> an example of a message in M is given by the message of Google consisting of an input and an output message <operation name="doGoogleSearch"> <input message="typens:doGoogleSearch"/> <output message="typens:doGoogleSearchResponse"/> </operation> Finally, an example of an output function for the Google Web Service is, omitting the XML syntactic sugar, out(Google)={searchQuery, searchTime}.
Let us now consider the non-functional properties by introducing our QoS model.
Definition 2 (QoS service model).
A Quality of Service model is an ordered set of groupoids (G i ,ˇ iˆ i ) i=1,...,n , where each groupoid i consist of a set G i with two operationsˆ i andˇ i . A QoS element with respect to a QoS model is a vector q 1 . . . q n were q i ∈ G i , for each i = 1, . . . , n. We denote byˇ (q a , q b ) andˆ (q a , q b ) the componentwise operations (q a1ˇ 1 q b1 . . . q anˇ n q bn ) and (q a1ˆ 1 q b1 . . . q anˆ n q bn ) among two services a and b with QoS elements q a = q a1 . . . q an and q b = q b1 . . . q bn .
Notice that each groupoid models a QoS requirement and the groupoid operations, interpreting the operators in Definition 4, will be used to compute the QoS of a given composition.
Example 2. The weather example presented in Section 2 considers two QoS requirements. One tied to execution time and one to costs. Therefore, the QoS service model consists of two groupoids, e.g., the real numbers with the addition and the average for considering time and the integers with addition and max for the cost. Then we have that any part name associated with Google has a quality cost which is zero, while an execution time which is in the range of the few seconds. The latter can be modeled in various ways. One can take the average of the execution times experienced in the past, one can consider the value returned by Google itself as output in searchTime for a given request. One may even look at a finer granularity of the execution time as we do in [16] . The choice is not relevant for the present treatment.
Having defined what a service is from a functional and a from a non-functional point of view, let us consider collections of services populating the same network which can be invoked as parts of a same composition process. Such a composition can be the result of a design process or of a search to satisfy a service query. Let us define the latter concept formally.
Definition 3 (service query).
A service query over a set of services S is an expression of the form i * , o + where i ∈ P are the optional input query part names, o ∈ P are the query output part names, and * , + are the usual Kleene string operators.
Example 3. The service query SearchText Date, Temp means that the requester provides a text and a date, and desires to get a temperature.
Definition 4 (input service expressions). An input service expression associated to a service S 1 is a string built over the input part names of S 1 (called atoms) using the binary, associative, and commutative operators∧ and∨ and the auxiliary symbols (, ).
Example 4. An input service expression associated to a "transform address into zip code" service which has in ={address, city, zip code}, out ={zip code,time} is (address∧city)∨zip code whose intended semantics is that either a zip code or an address and a city are provided.
We are now in the position of defining a service composition.
Definition 5 (service composition).
A service composition over a service collection C = S, P, M, in, out and QoS model (G i ,ˇ iˆ i ) i=1,...,n , is a labeled multigraph V, E, ExpI, Q V with the following properties:
ExpI is a function associating to each element v ∈ V an input service expression associated to v. 4. Q V is a function associating to each element v ∈ V a QoS element. Condition 1. in the above definition says that multiple occurrences of a service in the multigraph are identified using different node names. Condition 2. says that there is an edge in the graph connecting two services only if a part name is output and input of the two services, respectively. Condition 3. and 4. specify the labels assigned to each node v: an input expression (ExpI(v)) and an element of QoS (Q V (v)) that is, the quality of the individual service.
Example 5. Following the above definition, the composition presented in Section 2 is then modeled as shown in Figure 1 . Where the query is SearchText Date, Temp. Consider the service Weather.org: its associated input expression can be SearchQuery∧Date "meaning" that both a SearchQuery and a Date must be provided while (23ms,2cent) stands for its QoS values of time and cost.
Model inspection, checking, construction
Having a formal model of services and their compositions from a functional and non-functional point of view enables the use of a number of formal methods techniques to reason about services. The main methods to be used range from the simple model inspection to determine the QoS of a given composition, to the model checking of a composition, up to the more complex task of model construction. Figure 2 summarizes the most interesting methods and the tasks they address. In the present treatment we take a closer look at the first one, that is, the model inspection for determining the QoS of a given composition.
In [3] , we provided algorithms for dealing with the model construction problem where we do not consider input expressions for QoS. The same problem is solved using a partial order planner in [7] . 
Modeling at the level of part names
Given a composition of services (that is, a multigraph like the one in Figure 1 together with input, and QoS values) and a query stating which part names are available and which are the desired ones, we want to arrive at the determination of the QoS of the composition for the given query. But first we need to lift the Q V function, that associates qualities of services with services (nodes v in the labeled multigraph) in the composition, to input service expressions. We do so using the following recursive definition.
Definition 6. (input expression QoS) Given a service composition V, E, ExpI, Q V , let v ∈ V and e, e 1 , e 2 ∈ ExpI(v), then the input expression QoS function Q over an input service expression e is defined in the following way:
-if e is an atom, Q(e) = Q V (w), where w, v, e is in E; -Q(e 1∧ e 2 ) =ˆ (Q(e 1 ), Q(e 2 )) where e 1 , e 2 are input expressions and are the first operators of the respective QoS groupoids; -Q(e 1∨ e 2 ) =ˇ (Q(e 1 ), Q(e 2 )) where e 1 , e 2 are input expressions andˆ are the second operators of the respective QoS groupoids.
We remark that theˆ andˇ operators are chosen when designing the composition.
Example 6. If we are interested in QoS time, then it could be modeled by a groupoid whose universe is the set of real numbers and whose operationsˆ and ˇ could be the addition and the max function. The operations's choice depends on the considered web service composition and on the goal of the QoS model as defined by the composition designer or user. E.g., addition and max allow both sequential and parallel arcs to be modeled in the service composition graph. On the other hand, when parallel arcs do not occur in the service composition graph and we are interested in the average QoS of the composition, then the function max could be replaced by the function average.
Notice that in our model, the information on how services relate/interact are contained both in the arcs and in the input service expressions associated to nodes of the labeled multigraphs. This renders the modeling of composition provided a more compact and flexible form for representing Web Service compositions than, e.g., workflows. For instance, the sequential composition at the task level of Fig. 3 (assume the operations between S 1 and S 2 consist of the three part names p a , p b and p c and the considered QoS is time) can be represented by the labeled composition multigraph of Fig. 4 . in which ExpI(S 2 ) = p a∧ p b∧ p c Fig. 3 . Sequential flow.
and the operator∧ is interpreted as real numbers addition. Taking however ExpI(S 2 ) = p a∨ p b∨ p c , where∨ is interpreted as the maximum between real numbers, the composition multigraph of Fig. 4 . would then correspond to the parallel composition at the task level of Fig. 5 . Therefore, by changing the input service expressions associated to S 2 (while the interpretations of∧ and∨ remain the same), the composition multigraph of Fig. 4 would correspond to 2 3 different workflows.
Of course, there are other differences among the modeling we propose at the part name level and workflows beside the compact representation of the former with respect to the latter. The most notable differences include: stateless vs. statefull representation and data centered representation vs. control flow representation, respectively.
Model inspection
In the following we assume there are no loops and that the compositions are correctly designed with respect to the queries. Relaxing the former assumption requires appropriate algorithms in the spirit of [6] , while relaxing the latter assumption brings us to the terrain of model checking, rather than model inspection.
S {query QuI , QuO nodes created using i, o} active parts = i QoS associated with QuI set to the default value loop consider a node v ∈ V such that in(v) ∈active parts active parts = active parts
The algorithm (Algorithm 1) for model inspection works by traversing the composition graph and computing the QoS of the composition. The algorithm takes a composition graph and a query. It uses the query for determining the set of initial active parts and builds two extra nodes to represent the query input Q I and output Q O . Active parts are the messages which are available for the composition. The vector QoS keeps the value of the QoS during the computation and is initially set to the default values (for instance cost is set to 0). The loop of the algorithm takes nondeterministically a node for which all input parts are active. Given the assumption of correct design there is always such a node, or we have reached the end of the computation. Then the output part of the considered node are added to the set of active parts. We are now in the position of computing the new QoS for the considered node. The computation of the service QoS in the given composition is performed by computing the QoS of its input expression and 'adding'ˆ the QoS of the service. Of the two groupoid operation setsˆ andˇ , the former is in the algorithm as this is the one which should model the logical and, i.e., the addition of the quality of service computed so far and the quality of service of the specific service. Given the absence of loops we notice that the non-deterministic choice of a node does not affect the correctness of the algorithm. Finally, if the node considered was the final node of the composition we exit the loop returning the computed QoS.
A run on the weather example
Let us consider again the weather example of Section 2, shown in Figure 1 , and apply Algorithm 1. We start by setting the active parts to the query SearchText and Date, adding the node Q I to which we associate the default quality of service of (0,0): no time and no costs. We also add the node Q O to represent the end of the query which has as input parts the queried Temp, its input expression is simply T emp. Then the loop begins.
At the first iteration we can only consider the Google service. In fact, its input part names are all active, on the other hand Weather.org has one input part name active (Date) but not the other one (SearchQuery). We then add the output part (SearchQuery) of Google to the active part names and update its quality of service. The quality of service associated with this service was (3,0)-it takes Google 3 milliseconds and it is for free-which is combined with the evaluation of the input expression of SearchText which is (0,0). In this case, the quality of service does not change.
At the following iteration we can choose the Weather.org service. We add its output part to the active part names and then we compute the quality of service for its two inputs. We have (3,0) and (0,0), respectively. Supposing that the input expression is SearchQuery∧Date, thatˆ is modeled as real numbers addition and integer addition, and that its QoS is (23,2), then we update the QoS of Weather org with (26,2). At the final iteration iTempConverter is chosen yielding a final QoS associated with it of (40,3). We then conclude that the QoS of the composition is 40 milliseconds and 3 cents. Again these could be minimum, maximal, average values or something else, depending on the choice made in the composition design.
Concluding remarks
We have presented preliminary work aimed at modeling Web Service compositions from a functional and non-functional point of view at the granularity level of the part names. Following this modeling, we overview a number of formal methods techniques that allow to reason with QoS composition based on the proposed model, and propose an algorithm for determining the QoS of a given composition given the QoS associated with the individual services.
In this initial work, we made a number of simplifying assumptions which we will remove in future work. In particular, we have not considered loops in the compositions while these could be present and need to be modeled. We have not presented output expressions (the natural counterpart of input expressions for services), and we have not considered limitations on the use of part names (for instance, one could impose that a part name is used only once by any service). Furthermore, we have only provided an algorithm for the case of model inspection, leaving open the challenge of finding algorithms for model checking and model constructions.
