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1 Einleitung
Open Source-Software findet bereits seit einiger
Zeit erfolgreich Einzug in die Unternehmenspraxis.
Das quelloffene Betriebssystem GNU/Linux sowie der
HTTP- Server Apache haben sich mittlerweile in vie-
len großen wie kleinen Unternehmen zu einem Stan-
dard etabliert. Eine wesentliche Grundlage fu¨r den Er-
folg dieser und weiterer Open Source-Produkte bilden
die entsprechenden Entwicklungsmethoden, die zur
Unterstu¨tzung verteilter Zusammenarbeit innerhalb
der Open Source Communities entstanden sind. Dies
hat zur Folge, dass Einflu¨sse aus der Open Source-
Welt auf zweierlei Arten in die Unternehmenspraxis
diffundieren: Neben dem vermehrten Einzug von quel-
loffene Anwendungen in unternehmenskritische Berei-
che einerseits fu¨hrt die Tatsache, dass diese Anwen-
dungen verteilt und quelloffen entwickelt werden, an-
dererseits dazu, dass immer mehr Unternehmen dazu
u¨bergehen, die entsprechenden Methoden und Tech-
niken auch in ihren kommerziellen Softwareprojekten
einzusetzen. Vor allem Letzteres soll im Zentrum die-
ser Arbeit stehen.
Innerhalb und zwischen großen, weltweit agieren-
den Unternehmen ist die Zusammenarbeit von geogra-
fisch verteilten Entwicklerteams in der Regel unver-
meidlich. Die sta¨rker werdende Nachfrage nach Soft-
ware fu¨r die unterschiedlichsten Gescha¨ftsbereiche er-
fordert zudem immer mehr und immer besser qualifi-
ziertes Personal, das selten an einem geografischen Ort
gebu¨ndelt zu finden ist. Da dieser wachsende Bedarf
an hochqualifizierten Arbeitskra¨ften mit sehr hohen
Personalkosten verbunden ist, sind viele Unterneh-
men gezwungen, große Teile ihrer Softwareentwick-
lungsprojekte in so genannte “Billiglohnla¨nder” aus-
zulagern. Das hierbei beobachtbare Lohngefa¨lle stellt
einen weiteren Treiber fu¨r global verteilte Entwick-
lungsta¨tigkeiten dar.
Methoden und Werkzeuge aus dem Open Source-
Bereich werden bereits in Form von so genannten “kol-
laborativen Softwareentwicklungsplattformen” kom-
merziell genutzt. Die drei Anbieter CollabNet, Intland
und VA Software verkaufen und/oder hosten diese
Plattformen als fertige Lo¨sungen fu¨r Unternehmens-
kunden. Allerdings gehen Open Source-Projekte von
anderen Pra¨missen aus als kommerzielle Softwarepro-
jekte, beispielsweise o¨ffentlich zuga¨ngige Quelltexte
und freie Wahl der Projektaufgaben. Softwareprojek-
te im Unternehmenskontext hingegen stellen ihrerseits
spezielle Anforderungen an eine Methodik fu¨r die ver-
teilte Softwareerstellung – z.B. eine sorgfa¨ltige Erfas-
sung der Kundenanforderungen.
Zielsetzung dieses Beitrags ist es daher, die Vor-
teilhaftigkeit und Anwendbarkeit von Methoden und
Werkzeugen aus dem Open Source-Bereich im Unter-
nehmensumfeld und insbesondere in geografisch ver-
teilten Szenarien zu untersuchen. Als beispielhaftes
Szenario fu¨r die mo¨gliche U¨berlegenheit von Open
Source-basierten Methoden gegenu¨ber traditionellen
Vorgehensmodellen in einem verteilten Umfeld soll ein
Offshore-Entwicklungsprojekt mit einem ferno¨stlichen
Land dienen.
Der restliche Beitrag gliedert sich daher in zwei
grundlegende Abschnitte, die den Stand der Tech-
nik bezu¨glich der Methoden und der Werkzeuge im
Open Source-Bereich widerspiegeln (Abschnitte 2 und
3). Die Anwendbarkeit des Open Source-Modells fu¨r
ein verteiltes Umfeld im Unternehmenskontext wird
in Abschnitt 4 analysiert und anschließend in Ab-
schnitt 5 anhand des Beispielszenarios “Offshore-
Softwareentwicklung” bezu¨glich der Vorteilhaftig-
keit dieser Vorgehensweise gegenu¨ber herko¨mmlichen
Methoden evaluiert. Eine Zusammenfassung sowie
einen Ausblick auf ku¨nftige Forschungsarbeiten bietet
schlussendlich Abschnitt 6.
2 Die Open Source-Entwicklungsme-
thodik
Zur erfolgreichen Erstellung von Open Source-
Software (OSS) haben sich u¨ber die Jahre zahlrei-
che methodische Elemente und Werkzeuge als De-
facto-Standards etabliert. Im Folgenden soll daher der
Stand der Technik hinsichtlich der aktuell beobacht-
baren Open Source-Entwicklungsmethodik wiederge-
geben und analysiert werden.
OSS-Entwicklung (OSSE) ist keine klar definierte
und festgeschriebene Entwicklungsmethodik wie bei-
spielsweise das V-Modell, sondern vielmehr eine evo-
lutiona¨r gewachsene und flexible Sammlung von “Best
Practices”, anhand derer verteilte Softwareentwick-
lungsvorhaben effizient durchgefu¨hrt werden ko¨nnen.
Es existieren hierbei im Gegensatz zu traditionel-
len Entwicklungsmethoden keine strikten Vorschrif-
ten, die eine Aufteilung des Entwicklungsprozesses in
bestimmte zeitlich abgrenzbare Phasen vorschreiben.
Allerdings weist die OSSE viele Gemeinsamkeiten mit
den bekannten agilen Methoden auf [26], so z.B. die
schnellen und stetigen Vero¨ffentlichungen neuer Ver-
sionen der Software oder die kontinuierliche Beru¨ck-
sichtigung von Anforderungen an das System [1].
Im Vergleich zu traditionellen sequenziellen
und/oder iterativ zyklischen Softwareentwicklungs-
methoden wie dem V-Modell XT bzw. dem Rational
Unified Process gibt es im OSSE-Prozess keine fest
definierte Phaseneinteilung. Allerdings durchlaufen
auch die meisten OSSE-Projekte einige, allerdings
nicht strikt getrennte, Schritte. An erster Stelle steht
dabei die Problemidentifikation, der in den meisten
Projekten aber kein wirtschaftliches Interesse zu
Grunde liegt, sondern der perso¨nliche Eigennutzen
der Entwickler (”Scratching a developer’s personal
itch” [22]) ausschlaggebend ist. Auf die Problemiden-
tifikation folgen die Suche nach freiwilligen Helfern,
die Identifikation der mo¨glichen Lo¨sung und die
Erstellung des eigentlichen Quelltextes [24]. Diese
drei Schritte sind allerdings nicht klar zu trennen, da
zuna¨chst eine kritische Masse an Quelltext und eine
erste rudimenta¨r lauffa¨hige Version erstellt werden
muss, um weitere freiwillige Programmierer in das
Vorhaben involvieren zu ko¨nnen.
Bei der Offenlegung ehemals kommerzieller Pro-
gramme und deren Weiterentwicklung durch die Open
Source Community (OSC) hingegen entstehen diese
Arten von Problemen nicht (vgl. beispielsweise Open-
Office.org und Mozilla). Hier ist die kritische Masse in
Form einer lauffa¨higen Applikation und des entspre-
chenden Quelltextes bereits vorhanden. Diese Kom-
plexita¨t kann allerdings den Einstieg neuer, vor allem
nicht professioneller Programmierer erschweren. Ge-
nau dieses Pha¨nomen fu¨hrte beispielsweise zu den An-
laufschwierigkeiten bei OpenOffice.org nach der Of-
fenlegung von StarOffice durch Sun Microsystems. Al-
lerdings behelfen sich die OSC zur Bewa¨ltigung kom-
plexer Code-Strukturen mittlerweile spezieller Werk-
zeugen zum Verwalten und Durchsuchen der Quell-
texte (siehe na¨chster Abschnitt).
Der Entwurf einer expliziten Systemarchitektur in
grafischer Ausarbeitung findet bei OSSE-Projekten
nur selten statt, so dass sich der Hauptteil der Ent-
wicklung mit der Programmierung bescha¨ftigt. Die-
ser liegen Praktiken zu Grunde, die sich in zahlrei-
chen Open Source-Projekten wiederfinden und sich
zusammen genommen als eine verteilte agile Entwick-
lungsmethodik fu¨r mehrere Entwickler(-teams) cha-
rakterisieren lassen [26]. Grundvoraussetzung hierbei
ist eine modulare Struktur des zu entwickelnden Sys-
tems [18]. Die Modularisierbarkeit wird mit zuneh-
mender Gro¨ße des Gesamtprojektes umso wichtiger
und ermo¨glicht erst die vollsta¨ndig dezentrale, zeit-
lich und ra¨umlich verteilte Entwicklung komplexer
Softwaresysteme. Somit wird einerseits eine schnellere
Einarbeitung neuer Programmierer ermo¨glicht, ohne
dass diese das System in seiner Gesamtheit begrei-
fen mu¨ssen. Zum anderen wird ein schneller Entwick-
lungsprozess mo¨glich, da sich zahlreiche Aktivita¨ten
bei der Programmierung der einzelnen Module par-
allelisieren lassen [10]. Eine reibungslose Zusammen-
arbeit der einzelnen Module setzt allerdings eine kla-
re und offene Schnittstellendefinition voraus. Hierbei
wird darauf geachtet, soweit mo¨glich, bereits existie-
rende standardisierte Schnittstellen zu verwenden [5].
Die Modularisierung zum einen und der offen zuga¨ng-
liche Quelltext ermo¨glichen und fo¨rdern zudem die
Wiederverwendung innerhalb und u¨ber Projektgren-
zen hinweg. Hierbei geht es nicht nur um die Wie-
derverwendung ganzer Module oder Komponenten,
sondern auch um die erneute Nutzung feingranula-
rerer Quelltextsegmente und individueller Lo¨sungen
sowie des gespeicherten Wissens anderer Entwickler
und Anwender [20].
Das Testen der Software wird als ein hoch paralleli-
sierbarer Prozess angesehen und diese Parallelisierbar-
keit wird umso sta¨rker ausgenutzt je mehr Entwickler
und/oder Endanwender das Programm nutzen (”Gi-
ven enough eyeballs, all bugs are shallow” [22]). Auf
diese Weise wird es auch ermo¨glicht, dass sicherheits-
relevante Programmteile eingehend von den Benut-
zern selbst untersucht und validiert werden ko¨nnen
und somit bei kritischen Anwendungen kein blindes
Vertrauen mehr geleistet werden muss. Nicht zuletzt
ist es typisch fu¨r Open Source-Projekte, dass sie ex-
trem kurze Freigabezyklen haben, was Eric S. Ray-
mond als das Linus’ Law bezeichnet (”Release early,
Release often” [22]). Weitere Darstellungen des gemei-
nen OSSE-Lebenszyklus finden sich unter anderen bei
Jorgensen [16] sowie Feller und Fitzgerald [11]).
Kernstu¨ck zur Unterstu¨tzung des beschriebenen
Softwareerstellungsprozesses stellt eine offene Quell-
textverwaltung dar. Es ist dabei in der Regel allen In-
teressierten mo¨glich, u¨ber standardisierte Schnittstel-
len (siehe Abschnitt 3) den gesamten aktuellen Quell-
text einzusehen – gegebenenfalls auch eine vollsta¨ndi-
ge Versionshistorie. Die Entwickler besitzen in aller
Regel nur Schreibrechte fu¨r die von ihnen bearbeite-
ten Programmteile und einzelne, so genannte “Main-
tainer” verfu¨gen u¨ber Schreibrechte fu¨r Teilprojek-
te oder das gesamte Projekt [5]. Bei vielen OSS-
Projekten ist ein stabiler Zweig abgetrennt, in den
nur ausgewa¨hlte Maintainer validierten Quelltext in
die stabile Version des Projekts u¨bernehmen. Folg-
lich liegt im Open Source-Bereich keine vollkomme-
ne “Single-Source-Base” vor, wie sie z.B. im Rahmen
von eXtreme Programming propagiert wird [4]. Die
vollsta¨ndige Verfu¨gbarkeit hat einen wichtigen qua-
lita¨tssichernden Aspekt, da somit gegenseitige Kon-
trolle (“Peer-Reviewing”) ermo¨glicht wird. Somit hat
jeder die Mo¨glichkeit, den Quelltext auf Funktiona-
lita¨t und Qualita¨t zu testen, zu bewerten und gegebe-
nenfalls Verbesserungsvorschla¨ge einzubringen.
Die Kommunikation stellt ebenfalls einen zentra-
len Faktor im verteilten Open Source-Umfeld dar, da
sie in einem verteilten Umfeld fu¨r die Koordinati-
on paralleler Aktivita¨ten bzw. den Informationsaus-
Entwicklungsmethodiken
Agile Softwareentwicklung OSSE Trad. Softwareentwicklung
Entwickler hochqualifiziert, agil, am sel-





















fru¨h festgelegt, nur bedingt an-
passbar, Garantien
Gro¨ße kleine Teams, kleine bis mittle-
re Produkte
große dezentrale Teams, kleine
bis mittlere und spezialisierte
Produkte
große Teams, große generali-
sierte Produkte
Tabelle 1: Vergleich der OSS-Entwicklung mit agilen und traditionellen Methodiken (vgl. Warsta [26])
tausch essenziell ist. Das Besondere hierbei ist, dass
eine vollkommen offene Kommunikationspolitik be-
trieben wird. Jedem ist es mo¨glich die verschiede-
nen Kommunikationsmedien zu abonnieren, zu lesen
oder gegebenenfalls auch eigene Beitra¨ge verfassen zu
ko¨nnen. Entwickler anderer Programmteile oder so-
gar Projektfremde ko¨nnen somit einen transparen-
ten Entwicklungsprozess verfolgen und auch aktiv an
Diskussionen teilnehmen. Auf der Anwenderseite ist
die Na¨he zu den Entwicklern bemerkenswert, da sich
nicht nur die Anwender untereinander helfen, sondern
in vielen Fa¨llen auch Entwickler direkt auf Proble-
me der Anwender eingehen. Die Na¨he zu den End-
nutzern ermo¨glicht zudem ein kontinuierliches Anfor-
derungsmanagement, da dieselben Kommunikations-
wege auch fu¨r Feature- und Change-Requests genutzt
werden ko¨nnen. Folglich ko¨nnen die Entwickler fru¨h
und direkt die Wu¨nsche und Vorschla¨ge der Endan-
wender wahrnehmen. Jeder Anwender bekommt so die
Mo¨glichkeit als “Co-Entwickler” am Prozess teilzu-
nehmen. Dies zeichnet im Wesentlichen den kollabo-
rativen Charakter der OSSE-Methodik aus.
Aus der Zusammenfassung der Charakteristiken
der OSSE in Tabelle 1 la¨sst sich erkennen, dass es
sich um einen sehr agilen Prozess handelt, der darauf
zugeschnitten ist, eine große Anzahl von dezentralen
Entwickler(-gruppen) an einem Projekt zusammen ar-
beiten zu lassen. Die grundlegenden Elemente, die dies
ermo¨glichen, sind im Wesentlichen
1. die zentrale und offene Quelltextverwaltung mit
rollenbasierten Schreib- und Zugriffsrechten sowie
2. die intensive, direkte und kontinuierliche Kom-
munikation aller Beteiligten.
Zur Unterstu¨tzung dieser und weiterer OSSE-
Merkmale bedarf es spezieller Werkzeuge, die in einem
verteilten Umfeld mit einer Vielzahl von Nutzern ein-
setzbar sind. Der folgende Abschnitt gibt daher einen
U¨berblick u¨ber die ha¨ufig verwendeten Werkzeuge im
OSSE-Bereich und deren kommerzielle Adoption im
Unternehmensumfeld.
3 Werkzeuge fu¨r die verteilte, kollabo-
rative Softwareentwicklung
Wie bereits im vorangegangenen Abschnitt angedeu-
tet, gruppieren sich OSC im Wesentlichen um ein
gemeinsames Quelltext-Repository zur Koordination
der Entwicklungsaktivita¨ten sowie Mailinglisten zur
Kommunikation. Hinzu kommen des Weiteren Web-
basierte Diskussionsforen und Versionierungssysteme
wie CVS und Subversion. Moderne Versionierungssys-
teme erlauben hierbei, u¨ber unterschiedliche Zugangs-
rechte und zentrale Versionsverwaltung unterschied-
licher Artefakte, die grundlegende Koordination von
verteilten Open Source-Entwicklungsaktivita¨ten.
Kollaborative Softwareentwicklungsplattformen
(KSEP) wie beispielsweise sourceforge.net1 und Ja-
vaForge2 bieten OSC diese Werkzeuge als Dienstleis-
tungen fu¨r nicht-kommerzielle Entwicklungsvorhaben
in der Regel kostenlos an. Mit GForge3 und Savane4
existieren zudem quelloffen verfu¨gbare Lo¨sungen,
die durch einzelne Communities selbst betrieben
und gegebenenfalls im Quelltext modifiziert werden
ko¨nnen. Sowohl bei GForge als auch bei Savane han-
delt es sich um “Ableger” der ehemals quelloffenen
sourceforge.net-Plattform [9].
Neben den bereits erwa¨hnten Basiskomponenten
integrieren KSEP zusa¨tzlich Tracking-Systeme zur
Verfolgung von Anforderungen, Problembeschreibun-
gen und Fehlerberichten u¨ber die gesamte Pro-
jektlaufzeit. Diese stellen ebenfalls ein zentrales
Koordinations- und Kommunikationsinstrument in
vielen OSC dar und substituieren teilweise Forums-
beitra¨ge [5]. Die Tracker werden in erster Linie von
den Entwicklern benutzt, wohingegen Foren und Mai-
linglisten auch von den weniger technisch versierten
Anwendern genutzt werden. Beispiele fu¨r solche Sys-






tail Ticket6 und Mantis7.
Sehr große Projekte wie beispielsweise Mo-
zilla beno¨tigen daru¨ber hinaus ein zentrales
Konfigurationsmanagement- und Build-System.
Dieses ermo¨glicht eine kontinuierliche Integration
von neuen bzw. aktualisierten Modulen sowie au-
tomatisierte Kompiliervorga¨nge und Systemtests.
Neu auftretende Fehlermeldungen werden ebenfalls
automatisch an die verantwortlichen Entwickler
berichtet. Quelloffene Beispiele fu¨r solche Systeme
sind das Ant-basierte CruiseControl8 und Tinderbox9
aus dem Mozilla-Projekt.
Weitere Werkzeuge, die viele Kollaborationsplatt-
formen zur Verfu¨gung stellen, sind grafische Browser-
Schnittstellen fu¨r das Quelltext-Repository. Diese
ermo¨glichen eine schnelle und systematische Analyse
von Projekten mit umfangreichen Quelltexten in un-
terschiedlichen Modulen. Des Weiteren wird so auch
ein spa¨ter Einstieg in bereits gestartete und komplexe
Projekte erleichtert (vgl. Abschnitt 2). Ha¨ufig verwen-
dete Code-Browser-Komponenten sind Bonsai10 aus
dem Mozilla-Projekt und ViewCV11, welches unter
anderem von Novel12 eingesetzt wird.
Wiki-Systeme, die insbesondere durch die freie
Enzyklopa¨die “Wikipedia”13 sehr popula¨r geworden
sind, nehmen auch immer mehr Einzug in die OSSE-
Welt. Sie werden hierbei komplementa¨r zu den Mai-
linglisten, Foren und Tracking-Systemen als zusa¨tzli-
cher Kommunikationskanal eingesetzt. Wiki-Systeme
erlauben es, zusammenha¨ngende Informationen sehr
u¨bersichtlich darzustellen und in Zusammenarbeit mit
mehreren Personen zu editieren. Andere Ressourcen
und Artefakte ko¨nnen u¨ber Hyperlinks eingebunden
werden. Beispielsweise existiert mit Trac14 eine sehr
schlanke KSEP-Lo¨sung, die lediglich aus Wiki, Sub-
version und einem Mail-Server besteht.
Zusammenfassend la¨sst sich festhalten, dass sich
aufgrund der ganz besonderen Anforderungen der
OSSE-Methodik ein breites und bereits sehr ausgereif-
tes Spektrum von Werkzeugen zur effektiven Projekt-
koordination und effizienten Kommunikation in einem
verteilten Umfeld entwickelt hat. Die starke Verbrei-
tung von KSEP im Open Source-Bereich hat zudem
dazu gefu¨hrt, dass solche Plattformen immer ha¨ufiger
auch erfolgreich im Unternehmenskontext u¨bernom-
men und eingesetzt werden [17].
Die Firma VA Software beispielsweise bietet ihre
kostenlose Hosting-Plattform sourceforge.net auch als
SourceForge Enterprise fu¨r den kommerziellen Ein-










tet CollabNet mit ihrer Lo¨sung CollabNet Enterpri-
se, wobei diese Plattform in erster Linie als Dienst
im Internet angeboten wird (“software as a service”).
Wa¨hrend VA Software mittlerweile ebenfalls unter-
schiedliche Dienstleistungen u¨ber das Internet anbie-
tet, wird die CodeBeamer-Plattform der Firma Int-
land hingegen bisher ausschließlich fu¨r Installationen
bei Anwenderunternehmen lizenziert.
In funktionaler Hinsicht unterscheiden sich die-
se drei kommerziellen Produkte kaum. In den ak-
tuellen Versionen werden im Wesentlichen alle oben
beschriebenen Koordinations- und Kommunikations-
werkzeuge von Kollaborationsplattformen aus dem
Open Source-Bereich unterstu¨tzt [17]. Allerdings wei-
sen verteilte Softwareprojekte im kommerziellen Um-
feld grundlegende strukturelle Unterschiede zu den
Gegebenheiten im Open Source-Kontext auf und
stellen somit andere Anforderungen an die un-
terstu¨tzende Technologie. Aus diesem Grund sollen
diese Unterschiede im folgenden Abschnitt na¨her be-
leuchtet und die U¨bertragbarkeit der Open Source-
Entwicklungsmethodik und zusa¨tzliche Anforderun-
gen im Unternehmenskontext analysiert werden.
4 Die Open Source-Entwicklungs-
methodik als Modell fu¨r verteilte
Projekte im Unternehmensumfeld
Bezogen auf die anfangs beschriebene Problemstel-
lung stellen etablierte Methoden und Werkzeuge aus
dem Open Source-Kontext grundsa¨tzlich einen Ansatz
zur Gestaltung von verteilten Projekten im Unterneh-
mensumfeld dar [5]. Ein Indiz dafu¨r ist unter anderem
die immer sta¨rkere Diffusion von KSEP auch im kom-
merziellen Umfeld [3, 17] sowie die informelle Zusam-
menarbeit von mehreren Unternehmen im Rahmen
von OSC [14, 15]. Aus diesem Grund soll im Folgen-
den analysiert werden, inwiefern die OSSE-Methodik
auf den Unternehmenskontext u¨bertragbar ist.
Der gro¨ßte Unterschied zwischen OSSE und kom-
merzieller Softwareentwicklung besteht in einem un-
terschiedlichen Rollenmodell. Da im Open Source-
Umfeld im Gegensatz zur kommerziellen Softwareent-
wicklung jeder Entwickler auch gleichzeitig als Anwen-
der der von ihm entwickelten Software agiert [19] und
es zudem keine klare Rollenverteilung gibt, die sich an
einzelnen Phasen des Entwicklungsprozesses orientiert
(vgl. Abbildung 1), ko¨nnen im Rahmen der OSSE-
Methodik nur zwei grundsa¨tzlich unterschiedliche Rol-
len identifiziert werden: die Entwickler/Anwender-
Rolle und die reine Anwender-Rolle. Wa¨hrend sich
der typische Entwickler bei der OSSE neben der rei-
nen Implementierung auch mit dem Testen seiner
Software und anderer Programmteile (“Peer Review”)
bescha¨ftigt, agieren die reinen Anwender, falls sie Feh-
lerberichte u¨bermitteln, ebenfalls als Tester und wer-
den somit zu Mit-Entwicklern (“Co-Developers”) der
Software [13].
Abbildung 1: Vertikale und horizontale Arbeitsteilung in der Softwareentwicklung
Wa¨hrend sich die OSSE somit durch sehr generalis-
tische Rollen auszeichnet, kommen im Unternehmens-
kontext oft Spezialisten zum Einsatz. Die einzelnen
Rollen orientieren sich hier meist an den jeweiligen
Phasen des Softwareentwicklungsprozesses, indem es
beispielsweise Spezialisten fu¨r das Requirements En-
gineering (RE), fu¨r die Architekurentwurfsphase, fu¨r
die Implementierung sowie fu¨r das Testen gibt. Ei-
ne solche Rollenaufteilung kann folglich als “verti-
kal” bezeichnet werden, indessen sich die Arbeitstei-
lung im OSS-Umfeld vielmehr an einzelnen Kompo-
nenten des Gesamtsystems denn an den Phasen des
Softwarelebenszyklus orientiert und somit als “hori-
zontal” bezeichnet werden kann. Dieser grundsa¨tzli-
che Unterschied von traditioneller Arbeitsteilung und
Aufgaben/Rollen-Zuordnung zu der im Open Source-
Bereich soll in Abbildung 1 verdeutlicht werden.
Die wesentlichen Implikationen aus der Tatsache,
dass im Open Source-Umfeld Entwickler auch Anwen-
der darstellen, betreffen das RE, da hier die Anforde-
rungen von den Anwendern der Software u.a. erhoben,
analysiert, spezifiziert und validiert werden mu¨ssen
[25]. Wa¨hrend in der Anforderungserhebung und -
analyse im kommerziellen Umfeld auf die Wu¨nsche
der Anwender – sprich Kunden – eingegangen werden
muss, indem die Anwender ihre Anforderungen u¨ber-
mitteln und auch priorisieren, werden in der OSSE
meist die Wu¨nsche der Entwickler selbst gesammelt
und realisiert – hier liegt auch die ho¨here Motivation
von OSS-Entwicklern begru¨ndet [6].
Bei der Spezifikationsphase im RE muss in der
kommerziellen Softwareentwicklung, insbesondere bei
der Erstellung von Unternehmenssoftware, zudem
zwischen der Sprache der Fachanwender und jener der
Systementwickler “u¨bersetzt” werden. Um so mehr
Doma¨nenwissen letztere innehaben, desto weniger be-
deutend wird die Spezifikation. Ein Extrem hierbei
stellt das Szenario der Offshore-Entwicklung dar, in
der die Entwickler neben kulturellen Unterschieden
und Versta¨ndnisproblemen oft kein bis sehr wenig
Fachwissen besitzen und infolgedessen eine sehr ge-
naue Spezifikation beno¨tigt wird (siehe Beispiel in Ab-
schnitt 5). Als Gegenpol kann die origina¨re OSSE be-
trachtet werden, in der die Entwickler, wie weiter oben
dargelegt, auch Anwender der Software sind und so-
mit u¨ber ein sehr hohes Doma¨nenwissen verfu¨gen.
Auch die Validierung der Anforderungen erfolgt in
der Regel in engem Diskurs zwischen Anwendern und
Entwicklern [23] und verla¨uft daher im Open Source-
Umfeld grundsa¨tzlich unproblematischer. Des Weite-
ren substituieren die sehr kurzen Release-Zyklen und
die inkrementelle prototypenbasierte Validierung im
OSSE-Bereich einen großen Teil traditioneller RE-
Prozesse. Fu¨r eine detaillierte Analyse und einen Ver-
gleich der RE-Prozesse in der OSS-Entwicklung sei
hier auf Scacchi [23] verwiesen.
Weitere wesentliche Unterschiede zwischen der OS-
SE und der Softwareentwicklung im Unternehmens-
kontext stellen der Umfang und die Art der zu er-
stellenden Dokumentation und eine lu¨ckenlose Ru¨ck-
verfolgbarkeit des Prozesses dar (“Traceability”, vgl.
[21]). Wa¨hrend in Unternehmen oft sehr genau und
viel dokumentiert werden muss und ein systema-
tisches Festhalten von Transformationsbeziehungen
zwischen Artefakten (“Traceability Management”)
beno¨tigt wird, werden sowohl Dokumentation als auch
Traceability bei der OSSE bisher vernachla¨ssigt. An-
ders als bei der kommerziellen Softwareentwicklung
existieren im OSSE-Bereich weder die Notwendigkeit
noch entsprechende regulatorische Vorschriften.
Folglich ko¨nnen Kollaborationsplattformen
(KSEP) nur dann erfolgreich im Unternehmenskon-
text genutzt werden, wenn die hier identifizierten
Defizite der OSSE-Methodik adressiert und beho-
ben werden ko¨nnen. Somit wird es den Herstellern
von kommerziellen KSEP obliegen, ihre jeweiligen
Plattformen um Konzepte fu¨r ein verteiltes RE
und ein systematisches Traceability-Management
zu erga¨nzen. Ko¨nnen die hier identifizierten Defi-
zite behoben werden, so steht einem erfolgreichen
Einsatz von KSEP und somit einer teilweisen U¨bert-
ragung der OSSE-Methodik in die kommerzielle
Softwareentwicklung nichts mehr im Wege.
Neben den hier genannten Beispielen fu¨r den Ein-
satz von OSSE-Methoden und -Werkzeugen im Unter-
nehmenskontext existieren noch weitere Modelle fu¨r
die informelle Zusammenarbeit von Unternehmen im
Rahmen von regula¨ren Communities, die auch o¨ffent-
lich zuga¨nglich sind [14, 15].




Um die bisherigen theoretischen U¨berlegungen zur
U¨bertragbarkeit der OSSE-Methodik an einem Bei-
spiel aus dem Unternehmensumfeld zu ero¨rtern,
bietet sich dazu ein global verteiltes “Offshore”-
Softwareentwicklungsprojekt an. “Offshore” impli-
ziert dabei sowohl aus europa¨ischer als auch aus nord-
amerikanischer Perspektive die Zusammenarbeit mit
oder die Gru¨ndung von Entwicklungsorganisationen
im asiatischen Raum, insbesondere Indien [2, 12].
Einige der Gru¨nde, die fu¨r eine Auslagerung von
Entwicklungsta¨tigkeiten in diese La¨nder sprechen,
wurden anfangs bereits aufgezeigt. In erster Linie
fu¨hren das immer noch starke Lohngefa¨lle und die fle-
xible Verfu¨gbarkeit von zahlreichen hoch qualifizier-
ten Arbeitskra¨ften zur Durchfu¨hrung von immer mehr
Offshore-Softwareentwicklungsprojekten. Ha¨ufig kom-
men dabei traditionelle sequenzielle Vorgehensmodel-
le zum Einsatz, die implizit eine Arbeitsteilung ent-
lang des Softwarelebenszyklus vorschlagen (vgl. Ab-
bildung 1). In der Praxis bedeutet dies, dass ein Team
beim Kunden die Anforderungen aufnimmt und ana-
lysiert und diese Informationen in Form einer Spezifi-
kation komplett an das na¨chste Team zu Systement-
wurf und Implementierung u¨bergibt.
Abbildung 2 zeigt ein beispielhaftes Offshore-
Entwicklungsprojekt mit traditionell vertikaler Ar-
beitsteilung zwischen Beratern bei einem industriel-
len Kunden in Deutschland und einem Entwicklungs-
team in Fernost. Das Vorgehensmodell definiert da-
bei das beratende Unternehmen in seiner Funktion als
Projektmanagement-Dienstleister. Das Vorgehensmo-
dell sieht in Anlehnung an das V-Modell neben der
Anforderungserhebung und -spezifikation in Form von
Use Cases und Architekturmodellen auch abschließen-
de System- und Akzeptanztests auf Seiten des Bera-
tungshauses bzw. beim Kunden vor [8].
Problematisch ist in diesem Beispiel der U¨bergang
vom Architekturentwurf in die Implementierungspha-
se. Da die Anforderungen ausschließlich in Deutsch-
land erhoben werden und auf dem Fachwissen der dor-
tigen Berater und Kunden beruhen, muss die Softwa-
re zu Prozessanfang sehr aufwa¨ndig spezifiziert wer-
den. Aufgrund einer hohen Wissensasymmetrie zwi-
schen der Beratungs- und der Offshore-Organisation
treten an dieser Schnittstelle im Prozess große Infor-
mationsverluste auf. Diesem Effekt soll zum einen der
Austausch von Mitarbeitern beider Seiten sowie ein
erho¨hter elektronischer Kommunikationsaufwand ent-
gegenwirken.
Anders als bei diesem entkoppelten Vorgehen arbei-
ten in typischen OSSE-Projekten einzelne Entwickler
oder Entwicklerteams u¨ber den gesamten Softwarele-
benszyklus parallel an einer oder mehreren Kompo-
nenten des zu erstellenden Systems. Außerdem bieten
zahlreiche synchrone und asynchrone Kommunikati-
onskana¨le die Mo¨glichkeit, sich mit anderen Entwick-
lern und Anwendern kontinuierlich auszutauschen –
was ha¨ufig auch sehr exzessiv praktiziert wird. U¨ber-
dies sind die Methoden der OSSE im Gegensatz zu
den traditionellen Vorgehensmodellen bereits in einem
ausschließlich verteilten Umfeld entstanden und wei-
terentwickelt worden (vgl. Abschnitt 2).
Aus diesem Grund wa¨hlt die Firma VA Software
zur Weiterentwicklung ihrer SourceForge-Plattform15
eine alternative Vorgehensweise. In Anlehnung an
die OSSE-Methodik, zu deren besseren Unterstu¨tzung
SourceForge urspru¨nglich konzipiert worden war, wur-
de fu¨r die verteilte Zusammenarbeit mit Entwickler-
teams in Chennai, Indien, die Plattform selbst ein-
gesetzt. Entgegen der traditionellen Vorgehenswei-
se wurden die Aufgaben dabei nicht nach Prozess-
schritten und La¨ndern verteilt (Abbildung 2) sondern
horizontal entlang einzelner Plattformkomponenten
in internationalen Teams (vgl. Abbildung 1). Diese
Arbeitsteilung ist auch gerade deshalb mo¨glich, da
die Entwickler in Fernost u¨ber genu¨gend Doma¨nen-
wissen der Applikation, d.h. Fachwissen bzgl. der
SourceForge-Plattform, verfu¨gen und dieses mit jedem
Arbeitstag erweitern [7].
Der Einsatz einer zentralen Integrations- und Kom-
munikationsplattform ermo¨glicht und unterstu¨tzt da-
bei die virtuellen Teams, die u¨ber die La¨ndergren-
zen hinweg an a¨hnlichen Problemen arbeiten. Inner-
halb der einzelnen Unterbereiche herrschen gemeinsa-
me Verantwortlichkeiten und alle Projektbeteiligten
werden vom VA-Projektmanagement gleich behan-
delt, auch wenn die indische Organisation dabei recht-
lich selbststa¨ndig bleibt. Die gleichberechtigte und ei-
genverantwortliche Arbeitsweise erfordert jedoch wie-
derum aufwa¨ndige Schulungsmaßnahmen seitens VA
Software. U¨berdies zeigte sich auch hier, dass sich der
perso¨nliche Kontakt (“face time”) der Entwickler un-
tereinander positiv auf Zufriedenheit und Produkti-
vita¨t auswirkt, auch wenn dies mit zusa¨tzlichen Kos-
ten verbunden ist [7].
Am extremen Beispiel eines Offshore-
15http://www.vasoftware.com/sourceforge/
Entwicklungsprojekts lassen sich somit die Vorteile
einer an der OSS-Entwicklungsmethodik orientierten
Vorgehensweise erkennen. Eine vertikale Arbeitstei-
lung entlang einzelner Phasen und La¨nder kann zu
hohen Reibungsverlusten bezu¨glich der Wissensu¨ber-
mittlung und Verzo¨gerungen im Prozess fu¨hren.
Ein horizontales Vorgehen kann mit entsprechender
Unterstu¨tzung durch Schulungsmaßnahmen und
Kollaborationswerkzeuge diese Verluste minimieren
und ein effizientes paralleles Arbeiten ermo¨glichen.
Eine sta¨rkere geografische Verteilung von Entwick-
lungsteams u¨ber mehrere Zeitzonen hinweg ko¨nnte
zudem in Zukunft eher die Regel darstellen als eine
Ausnahme.
6 Schlussbetrachtung
Die Entstehungsgeschichte und die Anwendung der
Open Source-Methodik im nicht-kommerziellen Um-
feld verdeutlicht, dass es sich um ein funktionieren-
des Modell fu¨r die verteilte, kollaborative Softwareent-
wicklung in einer nicht-restriktiven Umgebung han-
delt. Durch die am Markt vorhandenen Kollaborati-
onsplattformen ist es prinzipiell mo¨glich, die Metho-
den aus dem Open Source-Bereich auch im Unterneh-
menskontext anzuwenden. Inwieweit aber eine solche
U¨bertragung der Methoden in die restriktive kommer-
zielle Softwareentwicklung erfolgreich sein kann, ha¨ngt
von unterschiedlichen Faktoren ab.
Da es sich bei der allgemeinen Open Source-
Methodik um eine agile Entwicklungsmethodik han-
delt, gelten hierbei a¨hnliche Empfehlungen wie bei
anderen agilen Methoden. Wenn die Anforderungen
zu Projektbeginn nicht eindeutig spezifiziert werden
ko¨nnen, oder davon ausgegangen wird, dass sich die
bestehenden Anforderungen im Laufe des Entwick-
lungsprojekts stark vera¨ndern, so ist eine agile Metho-
de zu wa¨hlen. So bietet die Open Source-Methodik die
Mo¨glichkeit, mittels Kollaborationsplattformen auch
im verteilten Umfeld von Unternehmen flexibel auf
Vera¨nderungen reagieren zu ko¨nnen.
Durch ein im Vergleich zur kommerziellen Soft-
wareentwicklung stark unterschiedliches Rollenmo-
dell treten bei der U¨bertragung der Open Source-
Methodik auf das kommerzielle Umfeld allerdings ei-
nige Schwierigkeiten auf, welche vor allem im RE und
in der erho¨hten Forderung nach prozessualer Nach-
vollziehbarkeit (Traceability) anzusiedeln sind. Ein
ha¨ufig anzutreffender Mangel an Doma¨nenwissen der
Entwickler im kommerziellen Umfeld verhindert zu-
dem eine vollsta¨ndige U¨bernahme der Open Source-
Methodik.
Es ist dennoch auch schon heute mo¨glich, die tra-
ditionelle verteilte Softwareentwicklung auf einer brei-
ten Basis durch Softwareentwicklungsplattformen zu
unterstu¨tzen und zu verbessern. Um eine ganzheitli-
che Plattform zu bieten, mu¨ssen KSEP in Zukunft
vor allem die hier identifizierten Defizite im kommer-
ziellen Umfeld ausgleichen, indem verteilte Techniken
zur Unterstu¨tzung eines systematischen Requirements
Engineering sowie eines umfassenden Traceability-
Managements entwickelt werden. In diesem Feld wer-
den in den na¨chsten Monaten sowohl Forscher durch
die Entwicklung innovativer Prototypen und Konzep-
te, als auch kommerzielle KSEP-Hersteller durch die
U¨bertragung der Innovationen in marktfa¨hige Pro-
dukte gefordert sein.
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