Abstract-The purpose of the present research is to designate the effects of Scratch-based game activities on students' attitudes towards learning computer programming, self-efficacy beliefs and levels of academic achievement. The research was conducted through a pre-test -post-test control group quasiexperimental study. The study group consists of 49 students studying at the Faculty of Engineering. The test group was administered a teaching method with Scratchbased game activities. On the other hand, the control group was directly taught C++ topics via an editor. Research data were collected via an implementing academic achievement test (Kr-20= 0, 71), attitude towards a learning programming scale (Cronbach's Alpha =0.84) and a computer programming self-efficacy scale (Cronbach's Alpha= 0.966). Our findings are as follows: A significant number of the students consider themselves as mid-level efficient in C++ programming. Scratchbased game activities render no effects on students' attitudes and self-efficacy perceptions. On the other hand, Scratch-based game activities render significant contributions on students' academic achievements in C++ programming language.
I. INTRODUCTION
As stated in the various studies, in order for individuals to do well in computer programming, the prerequisite higher-order thinking skills are problem solving, logical and mathematical thinking, critical thinking and creative thinking [1 -5] . Likewise, Hamada [6] argues that one of the ways to polish such higher-order thinking skills is rendering education on computer programming. It has been manifested that programming education rendered to students at an early age plays an effective role in gaining skills such as mathematical thinking and problem solving [quot : 7] . Akpınar and Altun [8] claim that by virtue of the various contributions of programming education to students, it should not be limited to undergraduate education but encompass elementary and secondary level education as well. Similarly, setting the curriculum on the basis of this program and design would, they argue, enhance students' analytical and spatial thinking skills and problem solving skills. In this respect, it would be unwise to label programming education as a vocational training. Rather, it should be deemed, just like mathematics, as an alternative path to gain proper thinking skills throughout one's academic life. From this perspective, the issue of programming education gains further momentum on account of its capacity to develop necessary skills for students from all walks of educational stages.
In the relevant literature, it is feasible to come across a range of studies on the challenges experienced while teaching and learning computer programming [1, 3, [9] [10] [11] [12] [13] [14] . The challenges experienced may be attributed to several factors, some of which are the fact that individuals fail to possess the above-mentioned higher-order thinking skills, apply incomplete or improper teaching approaches, or attribute poor significance to computer programming education [3, 4, 13, 15] .
In particular, the formation of programming language with abstract statements and the failure to grasp the link between abstract statements and consequential behaviours may mistakenly lead learners to perceive the programming process as an abstract, even unreal phenomenon from the very beginning to the end. Recently it has become possible to create a number of environments in which programming structures can be used visually and the results of the created program can be monitored tangibly. Scratch, Logo and Small talk are among such environments. Scratch was developed within the scope of a project that was executed by MIT between 2003-2007 and supported by the National Science Foundation (NSF). The objective of this project was, as reported, to boost under-educated students from less developed social groups to those who exhibit better skills in technology use which would, in effect, enable them to create meaningful products by making use of advanced technologies [16, 17] . Scratch is a recommended programming language to gain algorithmic thinking skills for those who freshly start programming education [18, 19] . Resnick et al. [16] and Kaučič & Asič [20] claim that computer programming via Scratch may make it easy for all to understand as a favour of the basic design features of the Scratch environment. It is possible for students to create program components by dragging and dropping graphical block structures. Once dissimilar commands are [21] . In reality, however, the new programming environment is conducive to perform processes on the new images, animations, film parts and sounds [17] . Aside from that, young people can share their projects with their peers on the web and exchange opinions. Moreover, it can support a number of natural languages to make it easier for speakers of other languages to communicate and cooperate. The Scratch environment supports 42 language options. Scratch is a free application easily downloadable from its original web address or can be used online without being downloaded. Since downloaded projects on the Scratch web site are open source coded, any user can download and examine the project and establish communication with no language barriers among other users while interacting and devising new projects [22] . In the relevant literature, an extensive body of research exists on Scratch. Genç and Karakuş [23] in their study stated that a majority of Scratch-user students reported that Scratch was simple, enjoyable and convenient to use. In his research, Calder [24] claimed that Scratch rendered contributions to the development of mathematical thinking, problem solving, logic improvement and analytical thinking skills. Hence, he suggested using the Scratch program education to students at an early age. In a similar study conducted by Kaučič and Asič [20] , it was stated that the Scratch application supported the development of problem solving and algorithmic skills in children. There are many literature studies echoing that Scratch has positive effects on students' programming and basic thinking skills [18, 20, 23] . On the other hand, in the relevant literature no studies have been identified indicating the concrete outcomes of offering the Scratch education so as late as undergraduate level. To put it in another way, the effectiveness of providing students education with the logic of basic programming via Scratch before giving them C++education is still a matter of curiosity. Within this framework, the purpose of the present study is to designate the effects of Scratch-based game activities on students' attitudes towards learning computer programming, self-efficacy beliefs and levels of academic achievement.
In the relevant literature, large quantities of evidence exist on the direct effects of the attitudes of students towards school, lessons or teachers on the basis of a set of variables such as academic achievement, self-efficacy perceptions and fulfilment [25, 26] . Negative perception, motivation and attitude are, as reported, particularly stronger elements when compared to the other factors affecting academic achievement [27, 28] . Self-efficacy is defined as one's inner faith in his/her ability to succeed in any given task. This faith determines one's willingness to attempt a particular behaviour, to continue this behaviour, to keep motivated and as a result, the final outcome in the form of academic achievement [29] . On that account, in the present research, not only academic achievement but also attitude and self-efficacy perceptions towards programming education have also been dealt with.
Problem Statement:
Do Scratch-based game activities have any effects on students' attitudes towards learning computer programming, self-efficacy beliefs and levels of academic achievement?
Sub-problems:
a On a general scale, what are the students' academic achievements and attitudes towards learning computer programming and programming selfefficacy beliefs? b
Before the application, are the groups similar in terms of academic achievements and attitudes towards learning computer programming and programming self-efficacy beliefs? c Do traditional methods and Scratch-based game activities change students' academic achievements towards programming and attitudes towards learning programming and self-efficacy beliefs?
II. METHODS

Research Design
The research consists of a pre-test-final test control group quasi-experimental study. The graphic image of the test model employed in the research is as follows: control groups. Nonetheless, 6 students who failed to take the pretest or the final test, or who failed to continue the practices were omitted from the evaluation. When unevaluated participants were excluded, the distribution of study groups with respect to gender was summarized in Table 2 . 
Test group
The test group was administered a teaching method with a focus on Scratch-based game activities. Accordingly, for a period of two weeks students were introduced to the Scratch environment in which all programming elements were exemplified via samples. Until the last week of the application, the students were asked to design an error-free game by using Scratch in such a way that the game should contain minimum two characters, two interactions and two displays. The reason why these activities in the control group are called an instruction based on Scratch-based play activities is that the expectation is learning during teaching should be realized while designing play activities. Following the Scratch sessions, lectures were provided on variables in C++, basic structuring of C++, program controls, loops, conditions, functions and the basic available functions for a period of six weeks and the samples were shared via Scratch as well as C++editor. Each week, the students were given feedbacks and corrections on the games as they kept designing in the Scratch environment. At the end of the six-week period, they were given a game contest on their game tasks allocated at the start of the application and the games were evaluated by the students and the researchers with respect to the final product and programming stages. The highest-ranking three students were given some minor awards. Some sample images from the games of students are given in 
Control Group
In the control group, pre-test and final test practices were administered as identical to the first and last weeks. In the remaining eight-week period, the very same C++ subjects were lectured. Upon exemplifying each subject, C++editor was used to solve the sample cases. Also, the students were given homework assignments and before all lesson assignments were checked in class. Unsolved questions were explained in class. The test process tracked in both test and control group is as listed in Table  3 . An academic achievement test was formed within the scope of the present research. 30 items with 5 multiple-choice questions which contain topics such as variables in C++, basic structure of C++, program controls, loops, conditions, functions and the basic available functions were prepared. As a result of a pilot study conducted on 148 students who had previously taken a C++ course 5 items, the distinctiveness level of which was below 0,3 and the exclusion of which would not disrupt content validity were removed from the scale. In its final version, the scale contained 25 items and the distinctiveness coefficients of the items varied between 0.296 and 0.740 and its difficulty index was measured as 0.51. Kr-20 internal consistency coefficient was measured as 0.71.
Attitude towards the learning programming scale: The research data were compiled through the "Attitude towards Computer Programming Scale" developed by Korkmaz and Altun [1] . The Attitude towards the Computer Programming Scale was developed by Korkmaz and Altun [1] to detect students' attitudes in terms of validity and reliability. The scale consisted of total 20 items and three factors. Each single item was scaled as; "Never (1), Rarely (2), Sometimes (3), Generally (4), Always (5)". The construct validity and internal consistency information of the scale are summarized in Table 4 . Table 4 manifests that the KMO value is 0.876 and the Bartlett value is below 0.05. The internal consistency coefficient value of the whole scale 0.87. The factor called motivation, which is one of the items related to the measurement of students' willingness status for learning programming, reveal the willingness levels of students for learning programming. The factor referred to as negative attitude, reveal the negative opinions of students related to learning programming. The factor called necessity includes items related to whether the students think that it is necessary to learn programming or not. Within this framework, it is safe to claim that the scale is a valid and reliable tool in measuring students' attitudes towards learning computer programming.
Computer programming self-efficacy scale: In order to designate students' self-efficacy beliefs towards programming, Computer Programming Self-efficacy Scale developed by Ramalingam and Wiedenbeck [30] and adapted into Turkish by Korkmaz, Altun [31] were utilized. In line with the adaptation analyses made by Korkmaz and Altun [31] , this scale which was originally composed of 32 items was reduced to 28 items and one factor. The factor loads of scale items varied between 0.618-0.807. the item factor correlations are between 0.621 and 0.804, corrected correlations are between 0.588 and 0.779. the internal consistency coefficient is (Cronbach's Alpha) 0.966. Accordingly, the scale is in Turkish culture as well, a valid and reliable tool to measure students' self-efficacy beliefs towards computer programming.
Data Analysis
The data collection tools employed in the research fail to be standard due to the scores corresponding to the responses given to 5, and 7-Likert type scales and differentiations in the number of items in the subfactors. Therefore, the best method seemed to be to convert the obtained raw scores into the standard scores, the lowest of which would be 20, and the highest of which would be 100. Accordingly, the standardized score were examined by using frequency, percentage, arithmetic means, standard deviation and t analyses. On the other hand, students with a score of 46 and lower were categorized in the lower level, between 47 and 72 as average level and the ones with 72 and higher scores as in higher-order category.
III. FINDINGS
Students' Academic Achievements, Attitudes towards Learning Programming and Programming SelfEfficacy Beliefs
On a broad sense, students' academic achievements in programming, attitudes towards learning programming and self-efficacy beliefs were examined with respect to their final test scores. Accordingly, the findings on academic achievement are listed in Table 5 . In Table 5 , as seen from the academic achievement final test scores of the students, out of 100 total scores, the lowest score that the students can get is 8, and the highest score is 88. The academic achievement mean of students is 49.1. Thus, it can be claimed that the students' C++ programming academic achievement is quite low on the whole. This might be related to the fact that the students were not adequately supported to improve their higher-order thinking skills. On the other hand, as Skewness and Kurtosis figures are examined, both numbers received values between -1.5 and +1.5, which means that their academic achievement scores are within the normal distribution range (Shapiro-Wilk 49 =0.971, p>0.05) [32] . The students' attitudes towards learning programming and their self-efficacy perception levels are listed as the findings under Table 6 . Table 6 reveals that the students' self-efficacy perceptions towards programming change between 33 and 96 and the mean score is 62.6. On the other hand, 22.4% of the students had low self-efficacy beliefs and 49% had mid-level self-efficacy beliefs while 28.6% had high self-efficacy beliefs. Thus, it is safe to claim that a majority of the students consider themselves mid-level efficient in C++programming.
As the attitudes towards learning C++ programming are examined, it can be said that in the motivation factor the lowest score is 24 and the highest score is 100. The mean score is 72.7. On the other hand, 51% of the students are highly motivated towards learning C++ programming and 42.9% are mid-level motivated. Only 6.1% of all the students lacked motivation. In the negative perception factor, the lowest score is 47 and the highest score is 100. The mean score is 77.8. On the other hand, 69.4% of students have high level of negative perception towards learning C++ programming and 24.5% have a mid-level negative perception. In the necessity factor, the lowest score is 20 and the highest score is 76. The mean score is 32.2. On the other hand, 87.8% of students consider that C++ programming learning is a little necessary, 10,2% consider that C++programming learning is quite necessary. These findings evidence that a great majority of the students are highly motivated to learn C++, but a vast number of the students have negative thoughts on learning C++. It is also true that most of the students consider learning C++ unnecessary.
On the other hand, in terms of both self-efficacy and attitude factors, the scores are distributed in a normal range.
Findings as regards the Equivalence of Groups prior to Application
In Table 7 , it was investigated whether the groups were equal in terms of both their academic achievement and their attitudes towards learning programming and level of efficacy prior to the application. Table 7 shows that in both tests and control groups, despite the minor differences in terms of attitudes towards learning programming (motivation, negative attitude, necessity) and academic achievements in C++programming and self-efficacy perceptions, the differences are not significant. It can thus be argued that prior to the application both groups were equal in terms of academic achievement, attitude and self-efficacy. Although the differences among groups were not insignificant, the scores for the final test and pre-test difference were also used in the analyses given below to be able to control the effects of the designated minor differences as well.
Effects of the Scratch-based game activities
Findings on whether any differences existed with respect to the applied test method and traditional method as regards their academic achievement and attitudes are summarized in Table 8 . Table 8 indicates that compared to the traditional method, the Scratch-based game activities created no significant differentiation in terms of motivation (t (2-47) =-0.122; p>0.05) or negative attitude (t (2-47) =0.763; p>0.05) or necessity (t (2-47) =-2.636; p>0.05) dimensions on students' attitudes towards learning programming. It can thus be argued that teaching via Scratch-Based games, in comparison to the traditional method, has no effects on students' attitudes towards programming education. As students' final test attitude mean scores are examined, the mean of motivation factor was 72.6, the mean of the negative attitude score was 0.77 and the mean score of necessity factor was 32.2. So, despite the high level of motivation factor, most of the students consider programming education unnecessary and exhibit quite high levels of negative attitudes. In that case, the frequent negativity in the attitudes of both test and control group students might be the reason why there was no significant differentiation. Table 8 demonstrates that the Scratchbased game activities, unlike the traditional method, significantly differentiates students' academic achievements in C++ (t (2-47) =-2.636; p<0.05). The mean score of the test group in academic achievement is 27.43 while the same mean score in the control group is 15.00 and the significant differentiation is in favor of the test group. It is thus safe to argue that teaching via the Scratch-based game activities can, compared to the traditional method, significantly contribute to students' academic achievements in C++ programming language. Table 8 shows that the Scratch-based game activities, unlike the traditional method, do not differentiate selfefficacy perceptions towards C++ (t (2-47) =0.128; p<0.05). Consequently, teaching via the Scratch-based game activities, unlike the traditional method, has no effects on students' self-efficacy beliefs towards C++ programming language.
IV. CONCLUSIONS AND DISCUSSION
A significant percentage of the students consider themselves mid-level efficient in C++ programming. It can be claimed that a majority of the students are highly motivated to learn C++ while a significant portion of the students also have negative thoughts towards learning C++. At the same time, a considerable number of these students think that learning C++ is not necessary.
Compared to the traditional method, education via the Scratch-based game activities has no effects on students' attitudes towards programming education. It was also found out that, compared to the traditional method, education via the Scratch-based game activities has no effect on students' self-efficacy towards C++ programming language. Despite the factor of high level of motivation, most of the students consider programming education unnecessary and exhibit quite a high level of negative attitudes. In that case, the frequent negativity in the attitudes of both test and control group students might be the reason why there was no significant differentiation. Indeed, in the relevant literature, it is reported that among the greatest barriers before programming education are negative perception, motivation and attitude and these factors are much greater factors compared to the rest [27, 28, 33] . In the related studies, it is reported that in computer programming education students not only experience lower level of motivation but also some problems in cognitive domain as well [34] [35] [36] .
On the other hand, education via the Scratch-based game activities contributes significantly to the students' academic achievements in C++ programming language unlike the traditional method. In the Scratch environment, the programming structures are more physical (visual) and the findings can be monitored physically in a thematic environment which might be the explanation of the positive contribution to the students' algorithmic [23] in their study put forth that students are mostly endowed with positive views on Scratch and learning via designing guarantees permanent learning and they adopt a blogsupported education method. In Kobsiripat's [38] study, which was conducted to designate the effects of programming via Scratch on the creativity level, it was emphasized that this environment can be utilized in learning activities and improve students' creativity skills. Likewise, in the studies conducted by Kordaki [39] , Ferrer-Mico at. Al. [40] and Garcia Quan [41] similar findings were detected. It can be said that there is not enough research in literature related to the efficiency of the new method, approach or strategies aiming to solve problems faced in learning programming. Although some research can be found related to the usage of Scratch at the different levels of programming education, there are very few studies about its usage at the graduate level, especially at the faculties of engineering. In this regard, this research was designed to determine the usefulness of Scratch for programming education at the graduate level and it was concluded that it especially contributes to the academic success of students. In the light of these findings, it can be suggested that the Scratch-based educational applications can be employed at the onset of a computer programming course to develop algorithmic thinking and programming skills of undergraduate students who have just started to take programming education.
