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Dializa je postopek, pri katerem se zaradi okvarjenega delovanja ledvic poskuša s pomočjo 
dializnega aparata iz krvnega obtoka izločiti čim več odpadnih produktov metabolizma. 
Zaradi pogostega vbadanja z iglo in nizkega pretoka krvi se uporablja žilni vsadek, ki arterijo 
neposredno poveže z veno v roki. Zaradi tega se vena razširi. Vendar pa je ta razširitev 
zaželena le med dializo. V praksi se lahko vena trajno prekomerno razširi, kar povzroča 
težave. 
 
V diplomskem delu je predstavljena zasnova in izdelava koncepta krmilnega sistema, ki 
krmili odprtje žilnega vsadka. Potrebna je izbira ustreznega aktuatorja, konstruiranje in 
izdelava mehanizma s spremenljivim premerom, na katerega lahko aktuator deluje. 
Delovanje celotnega sistema pa se krmili s pomočjo mikrokrmilnika Arduino, ki omogoča 
brezžično komunikacijo s pametnim telefonom. Izdelana je bila tudi ustrezna aplikacija za 
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Dialysis is a procedure that filters as much waste products of metabolism as possible, due to 
kidney disease. Because of repeatable use of syringes and low blood flow of the blood 
vessels, an arteriovenous access is created. Because of this, the vein increases in its diameter, 
which is wanted only during dialysis. In practice, the diameter of the vein can increase 
dramatically, which is the main problem. 
 
In this thesis, the development of a control system concept for controlling blood flow of an 
arteriovenous graft is demonstrated. For the development, the correct linear actuator with an 
adjustable stroke is needed. Furthermore, a mechanism for squeezing the graft needs to be 
created and analyzed. The whole system is controlled by an Arduino microcontroller, that 
supports wireless communication. Furthermore, an application for a mobile phone was 
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Seznam uporabljenih simbolov 
Oznaka Enota Pomen 
   
𝑝 Pa, bar tlak 
𝜌 kg/m3 gostota 
𝑔 m/s2 gravitacijski pospešek 
ℎ m višina 
𝑑 mm premer 
?̇? l/min volumski pretok 
𝑉 m3 volumen 
𝐴 m2 površina 
?̇? m/s hitrost 
𝑎, 𝑏, 𝑐, 𝑑 / signali 
𝐺(𝑠) Več enot prenosna karakteristika 
𝐾  PID ojačanje 
𝑘 / število valjev 
𝑇 s perioda 
𝜗 vrt/s frekvenca 
𝜂 / izkoristek 
𝑈 V napetost 
𝐼 A tok 
𝑃 W moč 
   
Indeksi   
   
𝑓𝑖𝑠𝑡𝑢𝑙𝑒 fistule   
𝑘𝑟𝑖𝑡𝑖č𝑛𝑖 kritični  
𝑚𝑒𝑑 medialna  
𝑧 začetna  
𝑘 končna  
𝑣𝑠𝑎𝑑𝑘𝑎 vsadka  
č𝑟𝑝 črpalke   
𝑚𝑖𝑛 minimalni  
𝑣 valja    
𝑟𝑒𝑎𝑙 realna   
𝑚𝑎𝑘𝑠 maksimalna  
𝑝 proporcionalni  
𝑖 integrirni  
𝑑 diferencialni  










Seznam uporabljenih okrajšav 
Okrajšava Pomen 
  
AVA arteriovenska anastomoza 
CKD kronična bolezen ledvic 
K/DOQI iniciativa za kvalitetni izid bolezni ledvic 
GFR hitrost glomerulne filtracije 
AVF arteriovenska fistula 
AVG arteriovenski vsadek 
AVFA arteriovenski fistulni anevrizem 
 
PID proporcionalno-integrirno-diferencirni 
VCC vir napetosti 
GND ozemljitev 
BLE Bluetooth Low Energy 
UUID posebna univerzalna identifikacija 
PWM pulzno širinska modulacija 
RSP signal merjenega pomika 
STP pulzni signal Hallovega senzorja 












1.1 Ozadje problema 
Ledvice so kritični organ v človeškem telesu, ki služi filtriranju nečistoč v krvi. Zaradi več 
različnih dejavnikov se lahko poškodujejo. Osebo z obolelimi ledvicami lahko doletijo 
velike težave, v skrajnem primeru pa lahko kronična oblika tudi povzroči zastoj srca, zato je 
zgodnje ukrepanje ključnega pomena. Pri določenem deležu bolnikov lahko torej pride do t. 
i. odpovedi ledvic. Taka oblika obolenja zahteva nujen medicinski poseg. Obstajata dva 
možna ukrepa: transplantacija ledvic ali dializa. To diplomsko delo bo obravnavalo samo 
dializo, ki bo podrobneje razložena kasneje. 
 
Da se na osebi sploh začne redno izvajati dializa, se lahko izvede operacija, s katero se 
vzpostaviti povezava med arterijo (dotočno žilo) in veno (odtočno žilo), kar omogoči lažji 
in zanesljiveši potek dialize zaradi višjih pretokov [8]. Povezava se imenuje arteriovenska 
anastomoza (Arteriovenous anastomosis – AVA). Obstaja pa tudi možnost uporabe katetra 
[3], česar ne bomo obravnavali v tem diplomskem delu. 
 
Arteriovenska anastomoza zelo učinkovito pomaga pri uspešnem poteku dialize, a pojavijo 
se druge težave. Površina prereza odtočne žile oziroma vene se zaradi visokih pretokov in 
ponavljajočih se vbadanj z iglami za odvzem in sprejem krvi poveča, kar posledično 
povečuje pretok. 
 
To diplomsko delo bi lahko prispevalo k nadaljnjemu raziskovanju rešitev za odpravljanje 
večanja vene, kar vpliva na kakovost življenja pacienta, in s tem bi tudi bolje razumeli 
arteriovensko anastomozo v smislu krmiljenja. To področje medicinske tehnologije je 
relativno mlado in malo raziskano. Koncept bi lahko podal nove smernice in povečal 
potencial za rešitev problema arteriovenskega anevrizma. 
1.2 Cilji 
V diplomskem delu bo razložena teorija, zasnova in izdelava koncepta krmiljenja pretoka 
fluida v žili (cevi). Koncept bo omejen na krmiljenje konstantnega pretoka vode z linearnim 
mikroaktuatorjem in posebno izdelanim mehanizmom, katerega krmiljenje bo možno prek 




standarda Bluetooth. S pomočjo le-te bo aplikacija komunicirala z napravo, izpisovala 
pomembne podatke in omogočala spreminjanje pretoka v krmilnem sistemu. 
 
Pri zasnovi bo prikazana izvedba reševanja problema s teoretičnimi preračuni vse do 
izdelave prototipa v 3D-modelirniku. Pri predstavitvi koncepta bo opisan razvoj električnega 
vezja za delovanje krmilnega sistema, ustvarjanje programa v mikrokrmilniku, ustvarjanje 
programa za mobilno aplikacijo in povezovanje ter pošiljanje podatkov med krmilnikom in 
aplikacijo. Na koncu bodo predstavljene meritve, rezultati in ugotovitve.
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2 Teoretične osnove iz medicine 
V tem poglavju diplomskega dela bodo obravnavane teoretične osnove in poglobljeno 
predstavljena problematika. Poglavje bo podalo osnovne in pomembne informacije za 
modeliranje in izdelavo koncepta krmilnega sistema. 
2.1 Kronična bolezen ledvic 
Kronična ledvična bolezen ali bolezen ledvičnega parenhima (CKD – Chronic kidney 
disease) je v delu J. Himmelfarba et al. [1] opisana kot posledica različnih akutnih bolezni, 
kar lahko vodi do izgube nefrona s prilagoditveno hiperfiltracijo v preostalih nefronih. 
Prilagoditvena hiperfiltracija povzroči dolgoročno glomerulno škodo, ki vodi do proteinurije 
in postopne izgube ledvičnih funkcij. Razširjenost te bolezni je sčasoma dosegla že 
epidemiološke proporce, saj je delno delovanje ledvic prisotno že pri 10 % ljudi [2]. Večina 
poškodb pa vodi do končne faze te kronične bolezni. Bolezen se torej s starostjo postopoma 
slabša in potrebno je zgodnje ukrepanje. Glavna težava pa je v pomanjkanju simptomov. 
 
Znaki okvare ledvic se pokažejo šele pozno v poteku bolezni. Stopnjo te bolezni lahko 
ocenimo z indeksom hitrosti glomerulne filtracije (angl. Glomerular filtration rate – GFR). 
Ta indeks nam pove stopnjo tveganja za okvaro ledvic [1].  
 
Če je GFR nizek, pomeni, da obstaja višje tveganje za ledvično okvaro, kar pomeni, da je 
potreben nujen zdravstveni poseg. Pri takšnem indeksu se lahko tudi poveča tveganje za 
obolenje srca in ožilja, anemije in metabolične komplikacije. Tabela 2.1 prikazuje različne 
razpone indeksa GFR, ki ponazarjajo stopnje ledvične bolezni po klasifikaciji K/DOQI. Ta 
klasifikacija opisuje kronično bolezen ledvic, ki so poškodovane najmanj tri mesece. 
Kronično bolezen ledvic pa se lahko določi [1]: 
− z zaznavo patoloških abnormalnosti ledvic, 
− s prisotnostjo proteinurije oz. beljakovin v seču, 
− z indeksom GFR, ki je manjši od 60 𝑚𝑙/𝑚𝑖𝑛/1,73 𝑚2 (1,73 je koeficient, o katerem 
piše več v literaturi [6]), 
− s kreatininom, katerega koncentracija ne sme presegati določene vrednosti (vrednost 
je odvisna od več faktorjev, kot so spol, mišična masa, itd.). 
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Tabela 2.1: Stopnje kronične bolezni ledvic s klasifikacijo K/DOQI [1] 
Stopnja Opis GFR [𝑚𝑙/𝑚𝑖𝑛/1,73 𝑚2] 
1 




Okvara ledvic z manjšim 
upadom GFR-ja 
60 − 89 
3 Srednji upad GFR-ja 30 − 59 
4 Kritičen upad GFR-ja 15 − 29 
5 Odpoved ledvic < 15 
 
Obstaja več razlogov za nastanek kronične oblike bolezni ledvic [1]: 
− Diabetes ali sladkorna bolezen, ki je tudi najpogostejši razlog za nastanek kronične 
ledvične bolezni. V to kategorijo se prištevata diabetes tipa 1 in diabetes tipa 2. 
− Hipertenzija ali visok krvni tlak je drugi najpogostejši razlog za okvaro ledvic;  
− glomerulonefritis ali vnetje ledvičnih filtrirnih enot je tretji najpogostejši vzrok za 
okvaro ledvic. Odkrije se ga lahko z biopsijo ledvic; 




Slika 2.1: Število ljudi s kronično boleznijo ledvic od 1980 do leta 2008 [1] 
Slika 2.1 prikazuje, da se bolezen ledvic širi s približno konstantno hitrostjo. V primeru da 
je GFR izjemno majhen, je potreben nujen medicinski poseg. Obstajata dva postopka, ki 
lahko podaljšata življenjsko dobo bolnika: transplantacija ledvic in dializa. V diplomskem 
delu bo obravnavana dializa. 
2.2 Tromboza 
Pred poglobitvijo v postopek dialize je treba najprej definirati termin tromboza. Tromboza 
je tvorba krvnega strdka znotraj ožilja in se lahko pojavi v arteriji ali veni. Lahko pripomore 
k številnim stanjem, kot so miokardni infarkt, možganska kap itd.  
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2.3 Dializa 
Dializa je postopek, ki je namenjen filtriranju nečistoč in vode iz krvnega obtoka okvarjenih 
ledvic. Ta postopek pomaga pri kontroliranju krvnega tlaka in stabilizira vsebnost mineralov, 
kot so kalij, natrij in kalcij [8]. Dializa se izvaja samo v primeru kronične okvare. Postopek 
pa seveda sam od sebe ne prepreči okvare ali odpovedi ledvic, ampak pri dovolj pogostem 
filtriranju krvnega obtoka podaljša življenjsko dobo bolnika.  
 
Frekvenca opravljanja dialize se razlikuje od pacienta do pacienta, bolnik pa mora opravljati 
postopek trikrat na teden, vsakič po štiri ure [8]. 
2.3.1 Postopek in potek filtracije 
Slika 2.2 prikazuje potek dialize. Naprava je sestavljena iz več različnih merilnih, črpalnih 
in filtrirnih elementov. Pred začetkom strokovnjak vbode odvodno in dovodno iglo v veno. 
Med dializo se kri bolnika dovede do čistilne enote, imenovane dializator (t. i. umetne 
ledvice). Pretok krvi se v dializator preusmeri s pomočjo peristaltične črpalke. Nato se v kri 
dodaja heparin (snov, ki preprečuje strjevanje krvi oz. trombozo) s pomočjo črpalke za 
heparin. Kri zatem vstopi v dializator [8]. 
 
 
Slika 2.2: Potek filtracije krvi pri dializi [8] 
Kri se pri vstopu v dializator vsili v zelo tenka, votla vlakna. Ko potuje skozi dolga vlakna, 
se v obratno smer zunaj teh vlaken pretaka t. i. raztopina za dializo, ki jo predpiše zdravnik 
vsakemu pacientu. Ta deluje kot emulgator na nečistoče, ki so prisotne v krvi. Z drugimi 
besedami jih torej vleče nase. Filtrirana kri nato potuje iz dializatorja. Ta postopek nazorno 
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prikazuje slika 2.3. Kri po dializatorju vstopi v odstranjevalec možnega zraka v krvi, nato pa 
končno v veno, kjer kri teče nazaj do srca [8]. 
 
 
Slika 2.3: Dializator in potek filtracije [8] 
2.4 Arteriovenska anastomoza 
Arteriovenska anastomoza pri dializi je umetno (s kirurškim posegom) ustvarjena povezava 
med arterijo in veno, ki je lahko izvedena v dveh različnih oblikah: 
 
− z arteriovensko fistulo (arteriovenous fistula – AVF), ki neposredno poveže arterijo 
in veno [5]. Ta se ponavadi nahaja na zgornjih okončinah [3]; 
− z arteriovenskim vsadkom (arteriovenous graft – AVG), ki posredno poveže arterijo 
in veno s pomočjo umetne cevi [5]. Ta cev se uporablja za vbadanje igle [3]. 
2.4.1 Arteriovenska fistula 
Iz literature [5] lahko razberemo, da je bolj zaželena arteriovenska fistula (slika 2.4) zaradi 
manjšega tveganja infekcije in višje stopnje prehodnosti. Ima pa tudi svoje slabosti, kot so: 
tromboza, stenoza in prevelik ali včasih tudi premajhen krvni pretok. 
 
 
Slika 2.4: Arteriovenska fistula [5] 
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Za uspešne dialize je pomembno, da je premer uporabne fistule po operaciji priporočene 
vrednosti 𝑑𝑓𝑖𝑠𝑡𝑢𝑙𝑒 ≥ 6 𝑚𝑚. Ta premer je približno trikrat večji od vene pred operacijo. 
Pretok v veni se takoj po operaciji poveča z  ?̇?𝑧 = 0,02 𝑙/𝑚𝑖𝑛 na ?̇?𝑘(𝑡) = 0,2 − 0,3 𝑙/𝑚𝑖𝑛. 
V literaturi [4] je navedeno, da je pri raziskavi obolelih medialna vrednost pretoka 
?̇?𝑚𝑒𝑑(𝑡) = 0,25 𝑙/𝑚𝑖𝑛 (slika 2.5). 
 
 
Slika 2.5: Število obolelih v primerjavi s pretokom krvi v arteriovenski anastomozi pri raziskavi [4] 
Nekaj časa po operaciji se zaradi turbulentnega toka v krvi vena deformira in veča. Pretok 
?̇?𝑘(𝑡) se po enem mesecu lahko poveča do kar 1 𝑙/𝑚𝑖𝑛, kasneje pa tudi do 2 𝑙/𝑚𝑖𝑛 in več. 
Kritični notranji premer na katerem koli segmentu AVA je 𝑑𝑘𝑟𝑖𝑡𝑖č𝑛𝑖 = 18 𝑚𝑚 (torej trikrat 
večji od 𝑑𝑓𝑖𝑠𝑡𝑢𝑙𝑒). Rokosny et al. [5] je ta premer navedel kot kritični premer, od katerega 
naprej določamo, da ima pacient z AVF arteriovenski fistulni anevrizem (AVFA) oz. 
izbočenje stene žile pri AVF. AVFA lahko povzroči neudobje, krvavenje po dializi, visok 
ali včasih tudi nizek krvni pretok ali pa celo srčno popuščanje. 
2.4.2 Arteriovenski vsadek 
 
Slika 2.6: Arteriovenski vsadek [5] 
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Za razliko od AVF se pri arteriovenskem vsadku (AVG) uporablja cev iz posebnega 
materiala, imenovanega politetrafluoroetilen (PTFE) [7], premera 𝑑𝑣𝑠𝑎𝑑𝑘𝑎 = 6 𝑚𝑚, 
obstajajo pa tudi nove rešitve iz organskih materialov, ki jih v tem delu ne bomo obravnavali. 
Cev se pri kirurškem posegu vstavi med arterijo in veno ter ju tako poveže. Slika 2.6 
prikazuje AVG na bolniku. Na njej je možno videti vsadek, ki povezuje arterijo in veno. 
 
Njegove prednosti so: nizka zgodnja stopnja tromboze, lažja montaža in krajši čas med 
ustvarjanjem povezave in začetkom delovanja vsadka. Večina teh prednosti pa je na žalost 
kratkoročnih. 
 
Kot pri AVF se tudi pri AVG pojavljajo težave pri večanju premera vene. Ker je cev 
relativno večjega premera, lahko tudi pri tej obliki vena relativno hitro doseže 𝑑𝑘𝑟𝑖𝑡𝑖č𝑛𝑖 =
18 𝑚𝑚. Načeloma ima vsadek enake lastnosti kot fistula, ampak je manj zaželena zaradi 
večje možnosti infekcije, nastanka strdkov in slabše obstojnosti [5]. Za 80 % disfunkcij v 
AVA je odgovoren prav AVG. Če pride do infekcije, je nujno potrebna tritedenska 
antibiotična terapija. Trenutno ne obstaja nobena prepričljiva izvedba, ki bi delovala proti 
trombocitom ali antikoagulantom za preprečevanje tromboze v AVA, zato je še kako 







3 Teoretične osnove iz fizike in tehnologije 
V tem poglavju diplomskega dela bo predstavljena teorija s področja mehanike fluidov, 
krmiljenja, električnih elementov ter osnove programiranja in brezžične komunikacije. 
3.1 Mehanika fluidov 
Fluid ali tekočina je skupek molekul, ki za razliko od trdnin ne drži svoje oblike [9]. Deli se 
na pline in kapljevine. Mehanika fluida ali hidromehanika je torej veda o fizikalnih in 
mehanskih lastnostih fluida. Delimo jo na hidrostatiko in hidrodinamiko. 
3.1.1 Hidrostatika 
Hidrostatika je veda o stacionarnih fluidih. V takih primerih ima tekočina izotropno 
napetostno stanje. To pomeni, da je v vsaki točki tekočine tlak brez smeri. Obravnava se 
torej kot skalarna vrednost. Tlak ima v različnih pogojih različne lastnosti [9]. 
 
Hidrostatični tlak je odvisen od gostote fluida, višinske razlike in gravitacijskega pospeška. 
Je torej premo sorazmeren z višino gladine vode v posodi. Trditev se lahko potrdi z enačbo 
(3.1). 
Δ𝑝 = 𝜌 ∙  𝑔 ∙ Δℎ (3.1) 
 
Slika 3.1: Princip sifona 
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V hidrostatiki tudi velja pravilo, da se v primeru več povezanih posod skupek tekočine 
zmeraj uravna na isto absolutno višino v vsaki posodi, ne glede na njihovo obliko. S cevjo 
lahko polno in prazno posodo tudi povežemo. Če je cev napolnjena z vodo, se bo vodna 
gladina prek prazne posode poskusila uravnati z gladino v polni posodi. Ta pojav imenujemo 
sifon (slika 3.1). 
3.1.2 Hidrodinamika 
Hidrodinamika je veda o nestacionarnih lastnostih tekočin. Deli se na kinematiko in kinetiko 
tekočin. Za razliko od kinematike, pri kateri je pomembno samo gibanje tekočine, je pri 
kinetiki pomemben tudi vzrok gibanja tekočin [9].  
 
V kinematiki tekočin je za to diplomsko delo pomemben volumenski pretok. Zanj velja, da 
je pretok na dveh točkah (če upoštevamo, da je tekočina nestisljiva) ne glede na spremembo 
parametrov (premer, hitrost) vedno isti. Enačba, ki popisuje zakon o ohranitvi mase, se 
imenuje tudi kontinuirna enačba (3.2) [9]. 
 
?̇?1 = ?̇?2 = 𝐴1 ∙ ?̇?1 = 𝐴2 ∙ ?̇?2 (3.2) 
 
Vedeti tudi moramo, kako se obnaša pretok, če se razdeli na dve cevi. V tem primeru velja, 
da je pretok na začetku enak seštevku pretokov vseh razdeljenih cevi. To opisuje enačba 
(3.2) [9]. 
 
?̇?1 = ?̇?2 + ?̇?3 = 𝐴2 ∙ ?̇?2 + 𝐴3 ∙ ?̇?3 (3.3) 
 
3.2 Krmiljenje 
Sistem je skupek gradnikov, ki so povezani v novo celoto, krmilni sistem pa celota 
povezanih gradnikov, ki jih lahko upravljamo [10]. V tak sistem vstopi en ali več vhodnih 
signalov in izstopi samo en izhodni signal. Ker lahko sistemi postanejo zelo zapleteni, se 
uporabljajo blokovni diagrami. Sestavljeni so iz signalov (črte) in gradnikov (bloki) (slika 
3.2 b). Če potrebujemo seštevek ali razliko več signalov, uporabimo t. i. sumacijsko točko 









Slika 3.2: a) Sumacijska točka, b) Gradnik in signali 
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3.2.1 Delitev krmilnih sistemov na odprto in zaprtozančne 
sisteme 
Krmilni sistemi se delijo na odprto in zaprtozančne. Medtem ko se zaprtozančni sistemi 
(slika 3.3) krmilijo s pomočjo povratne zveze, se odprtozančni sistemi (slika 3.4) krmilijo 
brez nje. V nalogi se uporablja zaprtozančni sistem, kjer z merilnim senzorjem merimo 
pretok [10]. 
 
Slika 3.3: Primer blokovne sheme zaprtozančnega sistema 
 
 
Slika 3.4: Blokovna shema odprtozančnega sistema 
 
Krmilni sistem je sestavljen iz več blokov: 
− Pretvornik signala: Pretvornik, s katerim lahko uporabnik določa želeno vrednost. 
Odličen primer je pretvorba vrednosti pretoka v PWM-signal. 
− Merilni senzor: Senzor, ki izmeri izhodni signal in ga pretvori v logično vrednost za 
izračun odstopanja. Če je izhodni signal pretok, ga lahko, kot pri pretvorniku signala, 
pretvorimo v PWM-signal. 
− Krmilnik se lahko opiše kot postaja za obdelovanje podatkov (možgani krmilnega 
sistema). Zbira vse vhodne podatke oz. signale in jih nato pretvori/obdela v koristne 
izhodne podatke oz. signale. Krmilnik je lahko mehanski, dandanes pa se velikokrat 
uporabljajo električni zaradi kompaktnosti in visoke zmogljivosti. 
− Izvršni organ je del krmilnega sistema, ki s pomočjo signala iz krmilnika izvaja 
potrebne funkcije za delovanje sistema. Velikokrat je izvršni organ elektromotor ali 
drugi pretvornik energije. V primeru te naloge je izvršni organ linearni 
mikroaktuator. 
− Objekt je del krmilnega sistema, ki ga krmili izvršni organ. Na njem pa se velikokrat 
pojavijo motnje. 
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3.3 PID krmiljenje 
PID ali proporcionalno-integrirno-diferencialni krmilni algoritem je v praksi najbolj 
uporabljen algoritem za krmiljenje objektov v enostavnejših krmilnih sistemih. Priljubljen 
je zaradi enostavnosti in hitre izdelave. Večji sistem lahko vsebuje tudi več manjših PID 
krmilnih sistemov. Prenosna funkcija PID krmilnika je definirana z izrazom (3.4) [10]. Slika 
3.5 prikazuje blokovno shemo PID algoritma. 
𝑃(𝑠) = 𝐾𝑃 +
𝐾𝐼
𝑠
+ 𝐾𝐷 ∙ 𝑠 (3.4) 
 
Slika 3.5: Blokovna shema PID algoritma 
Konstante 𝐾𝑃, 𝐾𝐼 in 𝐾𝐷 si lahko predstavljamo kot parametre PID krmilnika. Pri 
proporcionalni konstanti 𝐾𝑃 se določa samo ojačenje signala. Integrirna konstanta 𝐾𝐼 se 
določa za odpravljanje odstopkov v stacionarnem stanju. Ko oz. če je ojačitev prevelika in 
merjeni signal že prestopi referenčnega, se uporabi diferencialna komponenta 𝐾𝐷, s katero 
se lahko zmanjša prenihaj (slika 3.6) [10]. 
 
 
a)                                 b)                                 c)                                d)                   
Slika 3.6: Nastavljanje PID parametrov. Na desni je prikazan odziv sistema a) brez PID 
parametrov. Naslednji graf b) prikazuje uporabo proporcionalnega gradnika PID algoritma. Graf c) 
ponazarja uporabo integrirnega gradnika za odpravljanje napake. Graf d) pa prikazuje končni 
rezultat, pri katerem implementiramo diferencialni gradnik. 
Prenosno funkcijo PID krmilnika je možno prikazati v blokovnem diagramu (slika 3.5). 
Zaradi ročne določitve parametrov PID krmiljenja bo uporabljena kar enačba (3.4), saj bo 
tako lažje določiti parametre za čim boljši odziv, kljub temu da se enačbe v praksi ne 
uporablja pogosto. Treba je še omeniti, da je običajno prenosna funkcija PID krmilnika 
razmerje med izhodno napetostjo in odstopkom [10]. 
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3.4 Komponente krmiljenja 
Za lažje razumevanje praktične izdelave krmilnega sistema je treba predstaviti in opisati vse 
uporabljene elemente. V tem podpoglavju bodo predstavljene teoretične osnove elektronskih 
komponent, ki so uporabljene v diplomskem delu. 
3.4.1 Mikrokrmilnik 
Mikrokrmilnik je elektronski element, namenjen sprejemanju, obdelavi in oddajanju 
podatkov. Ima digitalne in analogne vhodne/izhodne enote. Uporablja se v krmilnih 
sistemih, v katerih se uporablja elektronika, ter za poganjanje večjih industrijskih sistemov. 
Za razliko od mikroprocesorja ima tudi podatkovni spomin, programski spomin in števce. 
3.4.2 H-mostič 
H-mostič ali H-bridge je elektronska komponenta, namenjena za varno krmiljenje DC-
elektromotorja v obe smeri. Sestavljena je iz diod. Diode uporabimo za pravilno usmeritev 
električnega toka. Glavni razlog za uporabo H-mostiča je zaščita elektromotorja pred 
tokovno preobremenitvijo. Slika 3.7 prikazuje ta element. 
 
Slika 3.7: Električna shema H-mostiča. Črne puščice predstavljajo diode, ki definirajo smer 
električnega toka. 
3.4.3 Linearni mikroaktuator 
Linearni mikroaktuator je manjši enoosni translacijski manipulator, ki ima možnost pomika 
v območju gibanja med maksimalno in ničelno lego. Večinoma se lahko manipulira prek 
električne napetosti. Take vrste manipulator je namenjen za krmiljenje enostavnejših funkcij. 
Več manipulatorjev se lahko združi v sistem aktuatorjev oz. sistem z možnostjo manipulacije 
pomika po površini ali prostoru. Uporabljajo se na področju avtomatizacije, medicine itd. 
3.4.4 Hallov senzor pretoka 
Hallov senzor za merjenje pretoka je merilni instrument, s katerim se meri število vrtljajev 
s pomočjo kvadratnih periodičnih signalov. Signali se lahko pridobijo z vrtenjem Hallove 
ploskve, ki je elektromagnetni pretvornik in je narejena iz tanke polprevodniške plasti. 
Naprava ima en vhodni (vhodna napetost 𝑉𝑐𝑐) in dva izhodna kontakta (ozemljitev 𝐺𝑁𝐷 in 
signalni kontakt, ki se pošlje v mikrokrmilnik). Hallov senzor vsebuje turbino z magnetom, 
na kateri je tudi montirana prej omenjena Hallova plošča. Ko se turbina zavrti, se Hallova 
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plošča zaradi bližine magneta in njegove sile preklopi ter generira električno napetost. Slika 
3.8 prikazuje obnašanje Hallove plošče ob prisotnosti magnetnega polja [11]. 
 
 
Slika 3.8: Obnašanje Hallove plošče v magnetnem polju [11] 
Ker je signal periodičen, ga je treba v mikrokrmilniku obdelati. To se lahko izvede na dva 
načina: 
− V eni sekundi se izmeri število vrtljajev. Meritve so bolj konsistentne, so pa manj 
natančne. Tak način je namenjen za večje pretoke. 
− Med enim in drugim vrtljajem se lahko izmeri razlika v času in izračuna frekvenca. 
Hitrost podatkov je variabilna oziroma je odvisna od števila vrtljajev, natančnost pa 
je veliko večja. V diplomskem delu je uporabljen ta način obdelave. 
3.4.5 Peristaltična črpalka 
Peristaltična črpalka je rotacijska ekscentrična črpalka, ki s pomočjo DC-motorja rotira valje 
v ekscentru. Ti pritiskajo na mehko silikonsko cev in posledično potiskajo tekočino s 
pulznim pretokom. Črpalka se uporablja za veliko različnih fluidov. Zaradi mehanizma s 
cevjo tudi ne obstaja možnost kontaminacije. Črpalke simulirajo biološki proces peristaltike, 
pri katerem se tekočina ali material premika skozi anatomske prehode. Uporablja se tudi pri 




Slika 3.9: Shema peristaltične črpalke 
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Maksimalni pretok črpalke pa se lahko aproksimira z enačbo (3.5), kjer je 𝑉 volumen, 𝑘 
število valjev črpalke in 𝑇𝑚𝑖𝑛 minimalni čas enega hoda. Enačba se lahko poenostavi, če 
poznamo frekvenco vrtenja elektromotorja, ki je v enačbi (3.5) označena z 𝜗. Slika 3.10 




= 𝑉 𝜗 (3.5) 
 
 
Slika 3.10: Hodi peristaltične črpalke [14] 
Če je odvodni tlak črpalke večji kot tlak, ki ga proizvaja valj na cev, se cevi ne da stisniti, 
zato velja, da je maksimalni relativni tlak peristaltične črpalke enak tlaku valja na cev, kar 
je zapisano v enačbi (3.6) [14]. 
𝑝𝑣 = 𝑝č𝑟𝑝 (3.6) 
Moč črpalke je produkt pretoka in tlaka, ki ga lahko generira črpalka. Enačba (3.7) prikazuje 
moč črpalke 𝑃č𝑟𝑝 [14]. 





V viru J. M. Berga in T. Dallasa et. al [14] je zapisano, da je karakteristika med tlakom in 
pretokom črpalke linearna, kar je pomembna informacija za to diplomsko delo. Z enačbo 
(3.7) smo lahko predvideli približen tlak, ki ga lahko generira uporabljena črpalka. 
3.5 Programski jeziki 
V tem poglavju bodo predstavljene osnove programskih jezikov, osrednja tema pa je 
delovanje in osnovna sintaksa programskih jezikov. Namen je predstaviti delovanje 
programskega jezika Arduino C in programskega jezika C# za približno razumevanje 
delovanja programov. 
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3.5.1 Osnove programiranja 
3.5.1.1 Spremenljivke in podatkovni tipi 
Spremenljivka je v programskih jezikih vrednost, ki jo lahko spremenimo v času izvajanja 
programa. Vsaka spremenljivka potrebuje podatek o podatkovnem tipu. S podatkovnimi tipi 
določamo kapaciteto spremenljivke in v kakšni obliki ta operira (tabela 3.1). 
Tabela 3.1: Podatkovni tipi in njihove lastnosti 
Podatkovni 
tip 
Št. bitov Minimalna vrednost Maksimalna vrednost 
𝑏𝑜𝑜𝑙𝑒𝑎𝑛 1 𝑓𝑎𝑙𝑠𝑒 𝑡𝑟𝑢𝑒 
𝑐ℎ𝑎𝑟 8 -128 127 
𝑠ℎ𝑜𝑟𝑡 16 -32 768 32 767 
𝑖𝑛𝑡 32 -2 147 483 648 2 147 483 647 
𝑓𝑙𝑜𝑎𝑡 32 3.4 ∙ 10−38 3.4 ∙ 1038 
𝑑𝑜𝑢𝑏𝑙𝑒 64 1,7 ∙ 10−308 1,7 ∙ 10308 
𝑙𝑜𝑛𝑔 32 -9 223 372 036 854 775 808 9 223 372 036 854 775 807 
 
Stavki 𝒊𝒇() (slika 3.11) so zelo pogosti stavki v programiranju, z njimi se preverjajo 
spremenljivke in določa, ali se bo določena koda izvedla. Stavek 𝑖𝑓()vsebuje parameter, ki 
lahko vrne samo 𝑡𝑟𝑢𝑒 ali 𝑓𝑎𝑙𝑠𝑒. Če je pogoj 𝑡𝑟𝑢𝑒, stavek izvede kodo v oklepajih. Če se 
mora izvesti koda, ko je ta pogoj tudi 𝑓𝑎𝑙𝑠𝑒, se uporablja stavek 𝑒𝑙𝑠𝑒. Če potrebujemo več 
pogojev, se uporablja tudi 𝑒𝑙𝑠𝑒 𝑖𝑓(). 
 
 
Slika 3.11: Primer stavka 𝑖𝑓() s komentarji 
3.5.1.2 Zanke 
Zanke so pri programiranju ponavljajoče se izvedbe kode. Izvajajo se, dokler se ne izpolni 
pogoj, ki ga nastavi programer. Najpogosteje uporabljeni zanki sta 𝑓𝑜𝑟() in 𝑤ℎ𝑖𝑙𝑒(). 
 
Zanka 𝑓𝑜𝑟() je zanka, ki ji določimo notranjo spremenljivko, kar pomeni, da se lahko ta 
spremenljivka uporablja samo znotraj zanke. Spremenljivka se z vsako iteracijo spreminja 
in omogoča izvajanje te zanke do trenutka, ko pogoj zanjo še drži. V zanko 𝑓𝑜𝑟() se vstavijo 
trije ukazi: deklaracija in inicializacija spremenljivke, maksimalna/minimalna vrednost, ki 
jo spremenljivka lahko ima, in sprememba spremenljivke v iteraciji, kot npr. seštevanje ali 
odštevanje. 
 
Slika 3.12 prikazuje tipično uporabo 𝑓𝑜𝑟() zanke. Pri prvem ukazu se spremenljivka 𝑖 
podatkovnega tipa 𝑖𝑛𝑡 nastavi na vrednost 0. Pri drugem ukazu se določi vrednost, do katere 
ima spremenljivka 𝑖 dovoljenje. Pri tretjem ukazu pa se z i++ pove, da pri vsaki iteraciji k i 
prištejemo 1. Zanka se bo v tem primeru izvedla desetkrat. 
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Slika 3.12: Primer zanke 𝑓𝑜𝑟()  
𝑤ℎ𝑖𝑙𝑒() je bolj enostavna oblika zanke, ki kot stavek 𝑖𝑓() sprejme samo vrednosti 𝑡𝑟𝑢𝑒 ali 
𝑓𝑎𝑙𝑠𝑒. Takoj ko je parameter vrednosti 𝑓𝑎𝑙𝑠𝑒, se ta zanka prekine. Slika 3.13 prikazuje 
zanko 𝑤ℎ𝑖𝑙𝑒. V tem primeru se zanka izvaja v neskončnost. 
 
 
Slika 3.13: Primer zanke 𝑤ℎ𝑖𝑙𝑒()  
Za prekinitev zanke pa obstajata tudi dva ukaza: 𝑏𝑟𝑒𝑎𝑘 in 𝑐𝑜𝑛𝑡𝑖𝑛𝑢𝑒: 
− 𝑏𝑟𝑒𝑎𝑘 se uporablja, ko je treba dokončno prekiniti zanko, 
− 𝑐𝑜𝑛𝑡𝑖𝑛𝑢𝑒 se uporablja, ko je treba prekiniti samo eno iteracijo te zanke. 
 
3.5.1.3 Funkcije in metode 
Funkcije pri programiranju si lahko predstavljamo kot funkcije iz matematike. V matematiki 
si lahko predstavljamo funkcijo 𝑓(𝑥) = 𝑥2. Slika 3.14 prikazuje ta zapis v obliki, ki jo 
razume računalnik. Funkcija zahteva parameter s podatkovnim tipom 𝑓𝑙𝑜𝑎𝑡 in ta v zameno 
vrne preračun s pomočjo tega parametra. 
 
 
Slika 3.14: Primer funkcije 
 
Metode pri programiranju so vrsta funkcije, ki ne vrne ničesar (slika 3.15). Ta »nič« se lahko 
definira s podatkovnim tipom 𝑣𝑜𝑖𝑑, ki v prevodu pomeni praznina. Lahko si jih 
predstavljamo kot mapo s skupkom kode za lažjo berljivost programa. 
 
 
Slika 3.15: Primer metode 
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3.5.1.4 Objektno programiranje – razredi 
Slika 3.16 prikazuje primer razreda v »header« datoteki. Razredi so glavna razlika med 
objektnim programiranjem in neobjektnim programiranjem. To so objekti, ki lahko 
vsebujejo spremenljivke, funkcije in metode. Glavni namen razredov je vzpostavitev skupin 
in lažja berljivost v kodi. Ključna prednost je, da se lahko v razredu deklarirajo in 
inicializirajo spremenljivke znotraj tega razreda s pomočjo konstruktorjev.  
 
Konstruktorji so metode, s katerimi se v razredu da izvesti kodo takrat, ko kličemo ta razred. 




Slika 3.16: Razred z imenom »𝑅𝑎𝑧𝑟𝑒𝑑« v datoteki »𝑅𝑎𝑧𝑟𝑒𝑑. ℎ« 
3.5.1.5 Struktura programa 
Tipična struktura programa ima pet faz in omogoča posodabljanje podatkov. Te faze so: 
− Klicanje knjižnic: Programerji večinoma uporabljajo že ustvarjene funkcije drugih 
programerjev za lažje pisanje svojega programa. Včasih programer ustvari kodo tudi 
sam, če je potrebna optimizacija. Klicanje knjižnic se nujno izvede povsem na 
začetku programa. 
− Deklaracija je definiranje podatkovnega tipa in imena spremenljivke. Ta se izvede 
samo na začetku programa in je po navadi postavljena tik za klicanje knjižnic. 
− Inicializacija je definiranje vrednosti spremenljivke. Če na primer obstaja 
spremenljivka tipa 𝑖𝑛𝑡, se lahko vanjo vnese vrednost od −32,767, pa vse do +32,767. 
Izvede se v glavni metodi ali funkciji programa (odvisno od programskega jezika) in 
je v večini programskih jezikov že avtomatsko dodana za lažji začetek 
programiranja. 
− Posodobitev: Tukaj se začne programska zanka. V njej se posodabljajo 
spremenljivke in izvajajo funkcije. Tudi ta se izvede v glavni metodi in se po navadi 
izvaja s pomočjo zanke 𝑤ℎ𝑖𝑙𝑒(). 
− Konec programa: Ko se z določenimi pogoji zanka prekine, se zaključi program. 
 
3.5.2 Arduino C 
Arduino C je programski jezik, namenjen enostavnejšemu komuniciranju z 
mikrokrmilnikom Arduino. S programskim okoljem se lahko zaradi preproste sintakse 
enostavno prikaže meritve na serijskem monitorju ali serijskem oknu. Od osnovnega jezika 
C se razlikuje v tem, da omogoča tudi objektno programiranje. 
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Programsko okolje ob ustvarjanju novega projekta najprej ustvari dve metodi: 
− 𝑠𝑒𝑡𝑢𝑝(), kjer se izvaja inicializacija oz. nastavlja spremenljivke in objekte, in to 
samo enkrat, 
− 𝑙𝑜𝑜𝑝(), kjer se izvaja posodobitev spremenljivk vsako iteracijo. Tukaj programsko 
okolje že samo ustvari zanko 𝑤ℎ𝑖𝑙𝑒(𝑡𝑟𝑢𝑒). 
 
Celotni program se izvaja po teh dveh metodah. V programskem okolju lahko tudi 
uporabljamo razrede in z njimi izboljšamo preglednost kode. 
 
Zelo pomembna funkcija, ki je del osnovnih knjižnic Arduina, je funkcija 𝑎𝑡𝑡𝑎𝑐ℎ𝐼𝑛𝑡𝑒𝑟𝑟𝑢𝑝𝑡. 
Klic te funkcije lahko sproži poljubno funkcijo (ki jo definiramo sami), ko doseže signal 
določenega kontakta, neko vrednost ali spremembo vrednosti (npr. 𝑅𝐼𝑆𝐼𝑁𝐺, 𝐹𝐴𝐿𝐿𝐼𝑁𝐺, 
𝐻𝐼𝐺𝐻, 𝐿𝑂𝑊). Slika 3.17 prikazuje sintakso funkcije 𝑎𝑡𝑡𝑎𝑐ℎ𝐼𝑛𝑡𝑒𝑟𝑟𝑢𝑝𝑡. Uporablja se pri 
obdelavi periodičnih signalov. 
 
Slika 3.17: Primer funkcije 𝑎𝑡𝑡𝑎𝑐ℎ𝐼𝑛𝑡𝑒𝑟𝑟𝑢𝑝𝑡  
3.5.3 Xamarin in C# 
Za programiranje aplikacij Android je na voljo veliko različnih vmesnikov in programskih 
jezikov. Zaradi preprostosti je bila za izdelavo aplikacije izbrana kombinacija jezikov 
Xamarin in C#. Medtem ko je C# zelo podobna, a bolj moderna in programsko orientirana 
različica objektnega jezika C (C jezik je namreč bolj strojno orientiran), je Xamarin 
popolnoma druge oblike. Ta namreč deluje na podoben način kot programski jezik HTML 
in je tudi podobno implementiran. Xamarin je namenjen le definiranju grafičnih oblik 
aplikacije, medtem ko C# omogoča implementiranje funkcionalnosti za grafične objekte. 
Namenjen je lažjemu programiranju, da programerju ni potrebno razmišljati o 
implementaciji kode za grafične objekte v programu. Kombinacija teh jezikov se uporablja 
v programskem okolju Visual Studio. 
 
Programski jezik Xamarin temelji na straneh. Strani si lahko predstavljamo kot spletno stran. 
Če kliknemo na gumb, lahko dostopamo do druge strani. Strani so lahko implementirane na 
več različnih načinov (recimo drsanje strani ali uporaba nadzornih gumbov), ki pa jih lahko 
manipuliramo s programskim jezikom C#. Prehod z ene na drugo stran je preprost. 
 
Prednost Xamarina pa je, da je večplatformen, kar pomeni, da se lahko z enim programskim 
jezikom programira na več operacijskih sistemih (iOS, Android, Windows, MacOS, Tizen, 
GTK …) [12]. Izvira iz odprtekodne ideje projekta Mono, ki je prinesel .NET (ki je razvojna 
platforma) na operacijski sistem Linux. Tako se je tudi razvila povezava med .NET in iOS 
ter .NET in Androidom. Povezave omogoča jezik C#. Ta povezava omogoča uporabo 
programskih knjižnic vseh operacijskih sistemov z enotnim programskim jezikom [12]. 
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3.6 Brezžična komunikacija 
Brezžična komunikacija je katera koli oblika komunikacije brez uporabe žic, torej omogoča 
prenos informacij med dvema ali več točkami, ki niso v fizičnem stiku. Dolžina razdalje med 
temi točkami je odvisna od tehnologije komunikacije [13]. Slika 3.18 prikazuje razčlenitev 
brezžičnih komunikacij glede na hitrost prenosa podatkov in doseg. 
 
 
Slika 3.18: Razčlenitev brezžičnih komunikacij glede na hitrost prenosa podatkov in doseg [13] 
Komunikacijo opredeljujemo glede na doseg in na količino podatkov, ki jih ena naprava 
pošlje drugi v določenem časovnem oknu oz. hitrosti prenosa podatkov. Obstajajo naprave, 
ki lahko komunicirajo do razdalje deset centimetrov (npr. NFC), nekaj metrov (npr. 
Bluetooth) ali pa celo tisoč kilometrov (GPS). Obstajajo pa tudi vrste komunikacij, ki so 
namenjene za hitrejši prenos podatkov, posledično pa imajo slabši doseg (npr. WiFi) [13]. 
 
Brezžična komunikacija se danes uporablja povsod [13]. Njene velike prednosti so: 
 
− mobilnost in priročnost, 
− zelo hitra vzpostavitev, 
− manjši stroški, 
− povezljivost v bolj oddaljenih krajih, 
− povečana produktivnost, 
− brez znižane hitrosti komunikacije. 
3.6.1 Bluetooth 
Bluetooth je standard za brezžično tehnologijo, ki je globalno uveljavljen. Ima manjši doseg, 
kompaktno obliko in nizko porabo energije. Ta standard komunikacije med napravami 
omogoča komunikacijo prek radijskih povezav. Danes se večinoma uporablja pri mobilnih 
napravah, predvsem pametnih telefonih in tablicah, pojavlja pa se tudi pri brezžičnih 
slušalkah, tipkovnicah, miškah in tudi pri tiskalnikih [13].  
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3.6.2 Bluetooth Low Energy 
Bluetooth Low Energy ali BLE je novejša verzija Bluetooth tehnologije, ki ima še nižjo 
porabo energije kot osnovni Bluetooth. To pomeni, da lahko take naprave operirajo mesece 
ali celo leta na preprostih Li-ionskih baterijah. Doseg pri tej tehnologiji je podoben osnovni 
verziji, ravno zaradi osredotočanja na nizko porabo pa je hitrost prenosa podatkov veliko 
manjša in je namenjena samo za občasno pošiljanje podatkov [13]. 
3.6.3 Povezava preko BLE 
Pred povezavo se določi vloga naprav. Te naprave se razdelijo na: 
− periferne naprave, ki javno deli svoje osnovne podatke (ime naprave, UUID), 
− centralne naprave, ki iščejo periferne naprave v bližini (npr. telefon, tablica, PC).  
 
Periferna naprava po navadi ustvari storitev. Storitev je skupek informacij, ki pripomorejo k 
uspešnemu pošiljanju podatkov (karakteristike, informacije o kontaktih).  
Karakteristike so spremenljivke, ki se lahko pošiljajo z ene na drugo napravo. Pošiljajo se v 
bitih, naloga programerja pa je, da bite pretvori v logične vrednosti. 
 
Za identificiranje karakteristik ter storitev in preprečitev možnosti, da bi imeli dve 
spremenljivki isto identifikacijo, jo mora uporabnik določiti sam. Identifikacijo zapišemo s 
128-bitnim številom v šestnajstiški obliki. Identifikacija se imenuje UUID ali Universally 
unique identifier (primer: 012345678-9ABC-DEF0-1234-56789ABCDEF0). 
 
Vzpostavitev povezave med dvema BLE-napravama se lahko začne samo, če je Bluetooth 
na obeh napravah omogočen. Ko je omogočen, lahko začne centralna naprava iskati 
periferne. Centralna naprava najprej izbriše seznam prejšnjih zadetkov iskanja perifernih 
naprav in v isti seznam dodaja nove javne naprave v bližini. Ko so vse periferne naprave 
najdene, programer izbere eno od dveh možnosti: 
− lahko prepusti upravljavcu centralne naprave, da sam izbere periferno napravo, s 
katero se hoče povezati, 
− lahko že določi periferno napravo z UUID ali imenom v samem programu centralne 
naprave. 
 
Ko je periferna naprava določena, ji centralna pošlje zahtevo za vzpostavitev s pomočjo 
UUID, periferna pa nato zahteva ključ. Če sta ključa enaka, se napravi povežeta. Po povezavi 
se vloge naprav spremenijo. Periferna naprava postane t. i. slave naprava, centralna pa t. i. 
master naprava, in kot že sama beseda pove, ji slave naprava »služi«.  
 












4 Modeliranje, izdelava in metodologija 
meritev delovanja krmilnega sistema 
4.1 Modeliranje krmilnega sistema 
4.1.1 Zasnova 
Za krmiljenje pretoka krvi je bilo treba razviti sistem, ki bi simuliral lastnosti krvnega 
pretoka v arteriovenski anastomozi. Pri izbiri črpalke, ki bi simulirala ta pretok, je bilo treba 
upoštevati, da je pretok v AVA po posegu ?̇?č𝑟𝑝 = 0,2 − 0,3 𝑙/𝑚𝑖𝑛, in tlak Δ𝑝č𝑟𝑝 = 0,1 −
0,3 𝑏𝑎𝑟. Pri izbiri merilnika je bilo potrebno izbrati tak merilni instrument, ki bi lahko meril 
čim manjši pretok. Instrument mora biti tudi visoko natančen in imeti dovolj veliko hitrost 
prenosa podatkov. Pri izbiri mikroaktuatorja smo bili pozorni na pomik, natančnost in 
velikost. Sistemu smo morali dodati rezervoar, s katerim se je zagotavljalo lažje meritve. 
Kasneje smo dodali še razdelilnik za namen krmiljenja tlaka, razlog za uporabo tega 
elementa pa bo pojasnjen kasneje. Slika 4.1 prikazuje zasnovo krmilnega sistema v obliki 
sheme. DC-elektromotor poganja črpalko, ta črpa vodo iz rezervoarja v razdelilnik, na 
katerem je montiran tudi ventil. Pretok za razdelilnikom se krmili z mikroaktuatorjem 
oziroma mehanizmom, aktuator pa manipuliramo s pomočjo merilnega instrumenta. Zelo 
pomembna informacija je, da se bo ta sistem krmilil izključno z uporabo vode. 
 
Slika 4.1: Shema simulacijskega prostora krmilnega sistema 
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4.1.2 Blokovna shema 
Naloga zahteva krmiljenje pretoka v cevi glede na želeno in izmerjeno vrednost pretoka. 
Želena vrednost pretoka se lahko vstavi v mobilno napravo, ki komunicira s krmilnim 
sistemom. Ta pošlje nov podatek o želenem pretoku na Bluetooth modul, ki ga posreduje 
mikrokrmilniku. S pomočjo programa C na mikrokrmilniku se odšteje preračun izmerjene 
vrednosti Hallovega senzorja od želenega pretoka, nato pa s pomočjo PID algoritma generira 
izhodno vrednost, ki jo mikrokrmilnik posreduje aktuatorju. S premikom aktuatorja se pretok 
v cevi spremeni. Pri objemki lahko predvidimo motnjo trenja med elementi, ki lahko oteži 
zanesljivo krmiljenje pretoka. Ta objemka spreminja površino cevi in je proporcionalna 
pretoku krvi skozi AVG. Slika 4.2 prikazuje blokovno shemo krmilnega sistema. 
 
 
Slika 4.2: Blokovna shema krmilnega sistema 
4.2 Izdelava krmilnega sistema 
4.2.1 3D-model mehanizma 
Za krmiljenje pretoka smo izdelali 3D-modele mehanizma za stiskanje. Aktuator bi deloval 
na mehanizem, ta pa bi posledično stiskal cev. Zagotoviti je bilo treba čim manj deformacij, 
ki bi spremenile površino okrogle oblike cevi, hkrati pa predvideti vse tolerance za montažo 
na aktuator. Cilj takega mehanizma je zagotoviti čim manjšo obrabo cevi, ki bi jo stiskali. V 
namen rešitve te problematike sta bila ustvarjena dva 3D-modela in oba sta bila natisnjena 
na fakulteti. Prvi koncept mehanizma vsebuje statični element, pritrjen na mikroaktuator. S 
pomikom aktuatorja se tako neposredno stiska cev na površino statičnega dela (slika 4.3). 
 
 
Slika 4.3: 3D model prvega koncepta mehanizma 
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Drugi koncept je koncept viličnega mehanizma. S sornikom se zagotavlja premikanje 
dinamičnega elementa, ki ga omejimo na eno rotacijsko os, katere središče je sornik, ta pa 
povezuje dinamični element s statičnim. S pomikom mikroaktuatorja se stiska cev ob steno 
statičnega elementa v okrogli obliki (slika 4.4). 
 
 
Slika 4.4: 3D-model drugega koncepta za mehanizem ob stisku 
Tudi ta koncept temelji na viličnem mehanizmu, vendar se z njim, za razliko od drugega, 
skuša zmanjšati luknje mehanizma na stenah, na katerih se stiska cev. 
4.2.2 Uporabljeni elementi 
4.2.2.1 Arduino Nano 33 BLE 
Za krmilnik krmilnega sistema je bil uporabljen Arduino Nano 33 BLE. Ta mikrokrmilnik 
je kompakten, z zmožnostjo komuniciranja prek brezžične komunikacije Bluetooth Low 
Energy (BLE). Slika 4.5 prikazuje Arduino Nano 33 BLE, uporabljen v diplomskem delu. 
 
 
Slika 4.5: Arduino Nano 33 BLE 
 
4.2.2.2 Actuonix PQ12-P 
Mikroaktuator Actuonix PQ12-P je aktuator, namenjen krmiljenju v robotiki in tudi 
medicinski tehniki. Tabela 4.1 prikazuje glavne lastnosti mikroaktuatorja. 
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S tem elementom se stiska arteriovenska povezava. Slika 4.6 prikazuje Actuonix PQ12-P, ki 
je montiran na mehanizem. 
 
 
Slika 4.6: Actuonix PQ12-P montiran na mehanizem 
Tabela 4.1: Pomembne specifikacije mikroaktuatorja Actuonix PQ12-P za to nalogo 
 
Prestavno razmerje 100 ∶ 1 
Maksimalna hitrost 10 𝑚𝑚/𝑠 
Maksimalna sila 50𝑁 
Pomik 20 𝑚𝑚 
Vhodna napetost 6𝑉 
Ponovljivost pozicije ± 0,1 𝑚𝑚 
4.2.2.3 Pogon H-mostič  
Pogon H-mostič je elektronski modul, ki omogoča krmiljenje elektromotorja (ali katerekoli 
druge elektronske komponente, ki omogoča menjanje električnih polov) z drugim 
napetostnim virom. Ker je priporočljiva maksimalna napetost mikroaktuatorja 6 𝑉, je bilo 
treba uporabiti tudi tak napetostni vir (slika 4.7). 
 
 
Slika 4.7: H-mostič 
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4.2.2.4 Hallov senzor pretoka MOJO MJ-HZ06K 
Hallov senzor pretoka je senzor, ki meri pretok s pomočjo vrtljajev, ki jih generira turbina. 
Vrti se zaradi pretoka, ki gre skozi merilni instrument. Senzor lahko predstavlja napake v 
meritvi zaradi izgub v turbini. V dokumentaciji je zapisano, da je za 1 𝑙/𝑠 potrebnih 
8256 𝐻𝑧 ± 5%. Tlak v tem senzorju je lahko do 𝑝𝐻𝑎𝑙𝑙,𝑚𝑎𝑘𝑠 = 0,8 𝑀𝑃𝑎 = 8 𝑏𝑎𝑟. Slika 4.8 
prikazuje uporabljen Hallov senzor. Njegov merilni razpon je od 0,1 𝑚𝑙/𝑚𝑖𝑛 do 1 𝑙/𝑚𝑖𝑛. 
Za nizko ceno se senzorja, ki bi meril manj od 0,1 𝑙/𝑚𝑖𝑛, ni uspelo dobiti. 
 
 
Slika 4.8: Hallov senzor pretoka MOJO MJ-HZ06K 
4.2.2.5 Peristaltična črpalka INTLLAB DP-520 
Za črpanje tekočine je bila uporabljena peristaltična črpalka INTLLAB DP-520. Njeno 
območje delovanja je od 170 𝑚𝑙/𝑚𝑖𝑛 do 460 𝑚𝑙/𝑚𝑖𝑛. Ta črpalka je ena redkih 
nizkotlačnih črpalk. Za črpanje 460 𝑚𝑙/𝑚𝑖𝑛 potrebuje vir napetosti 𝑈č𝑟𝑝 = 12𝑉 in 
električni tok 𝐼č𝑟𝑝 = 800 𝑚𝐴, kar je torej moč 𝑃č𝑟𝑝 = 9,6 𝑊. Tlak te črpalke pri 
maksimalnem pretoku znaša Δ𝑝č𝑟𝑝 = 12,52 𝑏𝑎𝑟 (izračunano po enačbi (3.7) brez 
upoštevanja izkoristka). Slika 4.9 prikazuje uporabljeno peristaltično črpalko. 
 
 
Slika 4.9: Peristaltična črpalka INTLLAB DP-520 
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4.2.3 Električna shema 
Krmilni sistem je narejen s pomočjo elektronike, zato je bilo treba izdelati načrt povezav. 
Slika 4.10 prikazuje mikrokrmilnik Arduino Nano 33 BLE, s katerim krmilimo sistem in 
pošiljamo informacije na pametni telefon. Za krmiljenje aktuatorja znamke Actuonix 
potrebujemo vmesni modul oziroma pogon H-mostič, ki omogoča krmiljenje z drugačnim 
napetostnim virom. Iz tega modula se nato pošiljajo podatki vse do aktuatorja. 
 
Slika 4.10: Shema električnih povezav 
Merilni potenciometer aktuatorja je povezan z mikrokrmilnikom. Zgornja in spodnja 
vrednost sta zvezani na napetostni vir krmilnika in ozemljitev, kontakt za meritev pomika 
RSP pa je povezan na analogni kontakt mikrokrmilnika, označen z A0. Slika 4.10 prikazuje 
tudi Hallov senzor pretoka, ki je tudi povezan z napajanjem pod napetostjo 5V in 
ozemljitvijo, signal STP pa s kontaktom A1 na mikrokrmilniku. Za indikacijo, da se je 
krmilnik povezal z mobilno napravo, je zvezana še LED dioda in zaporedni upor. 
4.2.4 Cev 
Cev, ki je uporabljena za stiskanje z aktuatorjem in simuliranje arteriovenskega vsadka, je 
silikonska, notranjega premera 6 mm, približne debeline 0,5 mm in dolžine 100 mm. V tej 
nalogi je uporabljena, ker ima podobne lastnosti cevi, ki jo uporabljajo za vsadek. Glavna 
razlika med silikonom in PTFE-materialom (ki je uporabljen v AVA) je, da za doseg istih 
lastnosti potrebujemo debelejšo steno silikona. Na silikonu se lahko tudi nabira prah. 
4.3 Metodologija meritev 
4.3.1 Meritev karakteristike peristaltične črpalke 
Pred meritvami smo najprej poskusili določiti maksimalno višino, pri kateri črpalka ne more 
več črpati. Ker se je izkazalo, da je višina za merjenje tlaka previsoka, smo se meritev lotili 
nekoliko drugače. 
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Karakteristika peristaltične črpalke je tlak v odvisnosti od pretoka. Določili smo pet višin. 
Merilna palica, ki je merila višino, je bila pravokotno montirana na balkon in na merilno 
mesto. Maksimalna višina merjenja je bila 4 𝑚. Tako smo lahko ekstrapolirali in pridobili 
približno vrednost maksimalnega tlaka. 
 
 
Slika 4.11: Merilna postaja za okarakteriziranje črpalke 
Pretok pri določenih višinah smo izmerili s pomočjo menzure. V posodo se je do prostornine 
100 𝑚𝑙 vlivala tekočina iz izbranih petih višin, zraven pa se je meril čas polnjenja. 
 
Merilna negotovost se je pojavila pri: 
− nastavljanju višine cevi, 
− merjenju časa polnjenja, 
− naklonu menzure, 
− merjenju z voltmetrom, 
− naklonu merilne palice (slika 4.11). 
 
Velik dejavnik pri meritvah je bil ventil za krmiljenje tlaka, zato smo ga pred meritvami 
nastavili na določeno vrednost in ga od takrat naprej nismo spreminjali. V realnosti smo 
merili karakteristiko črpalke z odvodnim ventilom. Ker smo želeli spoznati karakteristiko 
črpalke v tem sistemu, je tekočina črpalke tekla tudi skozi Hallov senzor, ki predstavlja 
izgube v pretoku zaradi svoje turbine. Del teh meritev smo uporabili tudi pri kalibraciji 
Hallovega senzorja. 
 
Cilj te meritve je bilo definiranje peristaltične črpalke po razdelilniku oziroma pri stiskani 
cevi za lažje razumevanje dogajanja v cevi. Na podlagi rezultata oziroma aproksimacije 
dobljene funkcije smo dobili podrobnejšo karakteristiko črpalke in določili, ali je taka 
črpalka z razdelilnikom primerna za simuliranje krvnega pretoka v arteriovenski povezavi. 
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4.3.2 Kalibracija Hallovega senzorja 
Kalibracija Hallovega senzorja je izredno pomembna za natančnejše merjenje pretoka. V tej 
meritvi smo podatke o izmerjenih vrednostih Hallovega senzorja (ta je bil nastavljen na 
podlagi prodajalčeve dokumentacije) primerjali z meritvami karakteristike črpalke. Na 
podlagi teh rezultatov je bilo možno preračunati relativno in absolutno napako Hallovega 
senzorja in spremeniti izhodno vrednost glede na to napako. 
 
Merilna negotovost se je pojavila pri: 
− merjenju časa na mikrokrmilniku, 
− napaki pri merjenju z voltmetrom. 
 
Cilj teh rezultatov je kalibracija Hallovega senzorja, ki predvidi vse izgube in druge 
dejavnike v krmilnem sistemu. Pričakovali smo podobne rezultate, kot so predpisani v 
dokumentaciji, vendar nižje vrednosti zaradi prej omenjenih izgub, zato bomo prikazali graf 
odvisnosti napetosti od pretoka peristaltične črpalke in ga primerjali s pretoki, ki jih generira 
Hallov senzor. 
4.3.3 Pomik v odvisnosti od pretoka 
Za lažje razumevanje tega krmilnega sistema je bilo treba izmeriti karakteristiko pomika v 
odvisnosti od pretoka. Mikroaktuator smo krmilili z že izbranim mehanizmom. Vsaka 
meritev je bila narejena na razdalji od 6 𝑚𝑚, ko aktuator začne stiskati cev, vse do 14 𝑚𝑚, 
koder je cev popolnoma stisnjena. Na vsak korak pomika (0,2 𝑚𝑚) smo odvzeli meritev 
Hallovega senzorja, na podlagi katerega smo lahko ugotovili karakteristiko med pretokom 
in pomikom.  
 
Pomik smo kontrolirali s pomočjo programa, spisanega v Arduinu, ki krmili pomik 
aktuatorja s posebnim PID algoritmom, vendar ni isti kot ta, s katerim manipuliramo pretok. 
Hallovemu senzorju pa smo odvzemali meritve neodvisno od osvežitve programa s pomočjo 
funkcije 𝑎𝑡𝑡𝑎𝑐ℎ𝐼𝑛𝑡𝑒𝑟𝑟𝑢𝑝𝑡. Tako smo lahko dobili zelo dobro aproksimacijo meritev, saj so 
se ti podatki povprečili. S tem smo tudi dobili podatke pomika pod 0,1 𝑙/𝑚𝑖𝑛, česar pa ne 
moremo prakticirati pri PID krmiljenju. 
 
Merilna negotovost se je pojavila pri: 
− merjenju časa na mikrokrmilniku, 
− napaki pomika elektromotorja, 
− merjenju na Hallovem senzorju. 
 
Glavni cilj teh meritev je bil pridobitev karakteristike med pretokom in pomikom. Cilj teh 
rezultatov je bil tudi izvedeti, kakšen je efektivni hod aktuatorja, pri katerem se pretok 
spreminja. Ta podatek je lahko zelo pomemben, saj je od tega odvisen odziv sistema. 
4.3.4 Ročno nastavljanje PID parametrov 
PID parametre smo nastavili ročno. Ob vsaki spremembi parametra smo program naložili na 
mikrokrmilnik. Tako smo spremljali odziv sistema pri spreminjanju pretoka iz 250 𝑚𝑙/𝑚𝑖𝑛 
na 100 𝑚𝑙/𝑚𝑖𝑛.  
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Pri tej analizi je bil cilj določiti ustrezne parametre PID krmiljenja. Kot rezultat je zaželen 
čim hitrejši in točen odziv s čim manj prenihaja v signalu. Uporabljali so se trije parametri 
PID algoritma, saj lahko pride pri nastavljanju do napak in do premajhnega dušenja. 
Pričakuje se lahko nezmožnost krmiljenja konstantnega pretoka pri zelo nizki referenčni 
vrednosti, saj ima Hallov senzor razpon meritev samo od 0,1 𝑙/𝑚𝑖𝑛 do 1 𝑙/𝑚𝑖𝑛. 
4.3.5 Program Arduino 
Za program Arduino pričakujemo rezultat, da bo ta glede na poslane karakteristike naprave 
Android spreminjal pretok sistema s pomočjo mikroaktuatorja. PID krmilnik mora glede na 
zmogljivost vseh krmilnih elementov čim bolje krmiliti tak sistem. 
4.3.6 Program Android  
Cilj programa je implementacija brezžičnega komuniciranja v aplikacijo, da se mobilna 
naprava preprosto poveže z Arduinom in izpisuje podatke v obliki grafa, omogoča pa tudi 
spreminjanje pretoka.  
 





5 Rezultati in diskusija 
5.1 Krmilni sistem 
Slika 5.1 prikazuje končni rezultat krmilnega sistema. Sistem je bil montiran na dve odrezani 
iverni plošči s štirimi kotniki, ki so obe plošči držali pravokotno. Na ploščah so bili montirani 
rezervoar, peristaltična črpalka, razdelilnik, aktuator z mehanizmom in pretočni merilnik na 
osnovi Hallovega efekta. Rezervoar je s pomočjo sifona povezan na drug rezervoar, kar 
omogoča daljši čas merjenja. Peristaltična črpalka je priključena na napetost 12 𝑉, kar pri 
stiskalnem delu cevi zaradi razdelilnika omogoča 225 𝑚𝑙/𝑚𝑖𝑛 pri manj kot 0,1 𝑏𝑎𝑟, kar 
izpolnjuje pogoj, da mora biti pretok arteriovenske anastomoze od 200 𝑚𝑙/𝑚𝑖𝑛 do 
300 𝑚𝑙/𝑚𝑖𝑛 pri največ 0,3 𝑏𝑎𝑟. Več o tem bo opisano pri karakterizaciji peristaltične 
črpalke. Na zadnji strani so montirane vse elektronske komponente. Mikrokrmilnik Arduino 




Slika 5.1: Krmilni sistem 
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5.2 Cev in uporaba razdelilnika 
Cev pri krmilnem sistemu se obnaša po pričakovanjih, če zagotavljamo dovolj nizek tlak. 
Ker smo preizkus manipuliranja cevi opravili pred vsemi drugimi meritvami in pred montažo 
razdelilnika, se je ta zaradi prevelikega tlaka začela deformirati do približno 20 𝑚𝑚 




Slika 5.2: Silikonska cev, deformirana zaradi tlaka 
Cev se je deformirala tudi plastično. Slika 5.2 prikazuje posledico deformacije, ki se je 
zgodila samo med črpalko in stisnjenim delom cevi, kar je po fizikalnih zakonih logično. 
Razdelilnik z ventilom smo nastavili tako, da smo iz kalibriranega Hallovega senzorja 
odčitali približno 230 𝑚𝑙/𝑚𝑖𝑛. 
 
 
Slika 5.3: Krmilni sistem pred montažo razdelilnika 
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Po montiranju razdelilnika smo s tem elementom izvajali vse meritve. Slika 5.3 prikazuje 
sistem pred montažo razdelilnika. Če podrobno pogledamo sliko pred montažo razdelilnika, 
vidimo, da na cevi še ni plastične deformacije. 
5.3 Karakteristika peristaltične črpalke 
Meritve so pokazale, da je karakteristika črpalke linearna. To pomeni, da je tlak linearno 
odvisen od pretoka, kot je tudi pisalo v viru [14]. Zaradi več dejavnikov je pri merjenju prišlo 
do večjih odstopanj. Slika 5.4 prikazuje graf tlaka v odvisnosti od pretoka pri dveh različnih 
napetostih z upoštevanjem, da imamo razdelilnik, ki zmanjša pretok in tlak. Ker je imel 




Slika 5.4: Rezultati meritev karakteristike peristaltične črpalke 
Tabela 5.1: Rezultati meritev in preračuni pomembnejših podatkov 

















3,9 0,382 0,93 107,14 3,05 0,299 1,48 67,42 
3,1 0,304 0,73 136,36 2,4 0,235 1,12 89,55 
2,3 0,225 0,62 161,29 1,75 0,172 0,95 105,26 
1,5 0,147 0,57 176,47 1,1 0,108 0,82 121,95 
0,7 0,069 0,50 200,00 0,45 0,044 0,67 150,00 
 
V rezultate (tabela 5.1) sta vključeni samo meritvi pri dveh različnih napetostih, saj je 
meritev pretoka in tlaka pri napetostih 5,5 𝑉 imela preveč negotovosti. Pretok se pri 10,3 𝑉 
y = -0,035x + 7,7756






















10,3 V 8,5 V Linearna (10,3 V) Linearna (8,5 V)
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napajanja črpalke (ob upoštevanju, da je karakteristika res linearna) zmanjša iz 
460 𝑚𝑙/𝑚𝑖𝑛 na maksimalno 224,12 𝑚𝑙/𝑚𝑖𝑛, medtem ko se maksimalni tlak črpalke od 
predvidenih 12,52 𝑏𝑎𝑟 (brez izkoristka) zniža na 0,77 𝑏𝑎𝑟 (to je ekstrapolirana vrednost 
krivulje pri 10,5 𝑉). To pomeni, da npr. pri pretoku 100 𝑚𝑙/𝑚𝑖𝑛 lahko beležimo le 0,2 𝑏𝑎𝑟, 
kar je idealno za krmiljenje AVG. 
 
Ker v diplomskem delu uporabljamo le vodo, se lahko upošteva, da je tlak približno desetina 
merjene višine. Pretok pa je bil preračunan glede na merjeni čas polnjenja in prostornino. 
5.3.1 Karakteristika peristaltične črpalke 
Slika 5.5 prikazuje pretok v odvisnosti od napetosti. Ta meritev je bila narejena s preprostim 
merjenjem časa polnjenja menzure. 
 
 
Slika 5.5: Pretok črpalke glede na napetost, ki jo je ta dobivala. 
5.4 Mehanizem 
Pred drugimi rezultati meritev je nujno treba pojasniti rezultate učinkovitosti obeh 
mehanizmov. Oba koncepta mehanizma sta se izkazala za neučinkovita. Pri obeh je težava 
nastala zaradi premajhnega stiska cevi, da bi se pretok skoznjo začel zmanjševati, saj je 
efektivni hod aktuatorja premajhen, kot bo še obrazloženo kasneje. 
 
Pri prvem mehanizmu so se pojavile deformacije cevi in onemogočale večjo manipulacijo 
pretoka, kar prikazuje prerez (slika 5.6) (slika je shematična zaradi boljšega prikaza 
problematike). Cev je stiskal samo do določene površine, hkrati pa ni obdržal okrogle oblike. 




















Pretok pri različnih napetostih
Pretok črpalke Linearna (pretok črpalke)
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Oblika prereza se je spremenila zaradi luknje, ki omogoča premik dinamičnega dela 
mehanizma. Tak sistem je preveč stiskal ob cev in jo tudi veliko bolj obrabil.  
 
 
Slika 5.6: Deformiranje cevi pri prvem mehanizmu 
Pri drugem mehanizmu se je pretok spreminjal, ampak je bil odziv mehanizma zaradi trenja 
med elementi zelo nepredvidljiv. Mehanizem je zagotavljal stisk cevi, da se je njen prerez 
spreminjal kar se da okroglo, še zmeraj pa ni dosegal zadostnega pomika in je komaj dosegel 
efektivni hod. Ker sta se oba mehanizma izkazala za neučinkovita, smo pri prvem 
mehanizmu odstranili dinamični element in s tem omogočili, da aktuator doseže efektivni 
hod in sploh omogoči delovanje krmilnega sistema (slika 5.7). S tem načinom je bila tudi 
izmerjena odvisnost pretoka od absolutnega pomika.  
 
 
Slika 5.7: Uporabljen element za stiskanje v programu Solidworks 
 
Rezultati in diskusija 
38 
Idealni mehanizem za stiskanje cevi mora imeti minimalno površino lukenj, skozi katere bi 
se lahko cev deformirala, če jo hočemo stisniti v čim bolj okroglem premeru. 
5.5 Pretok v odvisnosti od pomika 
Pri meritvah pretoka v odvisnosti od pomika smo dobili zanimive rezultate. Efektivni hod 
aktuatorja našega krmilnega sistema je Δ𝑥𝑚𝑎𝑘𝑠 =  1,2 𝑚𝑚. Slika 5.8 prikazuje pretok v 
odvisnosti od absolutnega pomika v razponu efektivnega hoda. Na osnovi teh podatkov je 
bila izvedena aproksimacija tretjega reda. 
 
 
Slika 5.8: Primerjava merjene in preračunane prenosne karakteristike 
Iz rezultatov lahko razberemo, da je sistem nelinearen. Velikost pretoka pa je odvisna tudi 
od velikosti krvnih delcev, kar pomeni, da se cev ne sme stisniti do konca, ampak mora 
ohranjati manjši pretok. Izredno nizek pretok za AVG nas torej ne zanima, saj lahko pri njem 
pride do tromboze. 
 
Rezultate smo uporabili tudi pri krmiljenju linearnega aktuatorja. Izkazalo se je, da zaradi 
premajhne natančnosti linearnega aktuatorja (kar je 0,1 𝑚𝑚) in zelo visoke nenatančnosti 
merilnega potenciometra (kar je 0,3 𝑚𝑚) ni bilo možno krmiliti krmilnega sistema s 
pomočjo karakteristike med pretokom in pomikom. Zato smo uporabili PID krmiljenje 
pretoka, pri čemer smo upoštevali razliko med referenčnim pretokom, podanim z mobilno 
napravo, in meritvijo pretoka Hallovega senzorja. 
 
Same meritve pa so se zaradi visokega pretoka podatkov na mikrokrmilniku Arduino 
izkazale za izjemno natančne. Omeniti je tudi treba, da je definicijsko območje te krivulje 
samo v efektivnem hodu linearnega mikroaktuatorja. 





















Absolutni pomik aktuatorja [mm]
Pretok v odvisnosti od pomika
Pretok v odvisnosti od pomika Polinomska (pretok v odvisnosti od pomika)
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5.6 Kalibracija Hallovega senzorja 
Rezultati kalibracije Hallovega senzorja so pokazali, da je razlika med dejanskim in 
merjenim pretokom do 6 %, kar pomeni, da je napaka za 1 % večja, kot je predvideno v 
dokumentaciji merilnega instrumenta. Slika 5.9 prikazuje obe krivulji. Kot je razvidno, se 
napaka Hallovega senzorja veča s pretokom. Za razliko od pričakovanega se je izmerjen 
pretok Hallovega senzorja izkazal za večjega od dejanske vrednosti. 
 
 
Slika 5.9: Napetost, ki jo je treba dovajati peristaltični črpalki, da generira določen pretok 
Meritev je uporabljena v programu mikrokrmilnika s pomočjo razlike obeh enačb. Slika 5.9 
prikazuje odstopanje meritev. Če enačbe aproksimacij odštejemo, dobimo nov graf (slika 
5.10). Ker je ta karakteristika pozitivne vrednosti, se v programu odšteva od izmerjenega 
pretoka, da dobimo čim bolj zanesljivo krmiljenje. 
 
 
Slika 5.10: Odstopanje pretoka glede na merjeni pretok Hallovega senzorja 
y = 27,903x - 74,036




















Pretok pri različnih napetostih
Pretok črpalke Pretok Hallovega senzorja
Linearna (pretok črpalke) Linearna (pretok Hallovega senzorja)





























Merjen pretok Hallovega senzorja [ml/min]
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5.7 Ročno nastavljanje PID parametrov 
Nastavljanje PID parametrov je vodilo do rezultata, ki ga prikazuje slika 5.11. Odzivi s 
pomočjo PID algoritma so dovolj zanesljivi in natančni, dokler ne presežemo meje razpona 
Hallovega senzorja (slika 5.11). Ko se pretok približa 100 𝑚𝑙/𝑚𝑖𝑛, Hallov senzor ne 
zagotavlja dovolj zanesljivih meritev. Krmiljenje sistema zaradi nezadovoljivih meritev 
Hallovega senzorja postane nezanesljivo. 
 
 
Slika 5.11: Odziv krmilnega sistema, ko referenčni pretok preide iz 250 ml/min na 150 ml/min, 
nato 200 ml/min in na koncu na 110 ml/min 
Nastavljeni parametri so prikazani v enačbi (5.1). Medtem ko sta proporcionalni in 
diferencirni gradnik zelo visoka (to je zaradi uporabe enot 𝑙/𝑚𝑖𝑛), je integrirni gradnik 
izjemno majhen. Biti mora majhne vrednosti zaradi zelo majhnega efektivnega hoda 
aktuatorja. Če smo ta parameter povečali, je pri odzivu sistema nastal prenihaj, meritve 
pretoka pa so bile zelo podobne pretoku pri referenčni vrednosti 110 𝑚𝑙/𝑚𝑖𝑛. Tak sistem 
bi bil nezanesljiv. 
𝐾𝑝 = 2800, 𝐾𝑖 = 6, 𝐾𝑑 = 800 (5.1) 
Rezultat je zanimiv, saj nam veliko pove o krmilnem sistemu. Sam sistem bi se lahko krmilil 
tudi s proporcionalno diferencirnim krmilnikom (brez integrirnega gradnika), če ne bi nastal 
problem odstopanja. Integrirni gradnik smo uporabili prav zaradi odstopka v stacionarnem 
stanju, saj se pretok nikakor ni mogel približati želeni vrednosti. Uporaba tega gradnika je 
bila torej ključna za zanesljivo delovanje krmilnega sistema. 
 
Če smo uporabili manjši diferencirni parameter (pri istem proporcionalnem parametru), je 
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Ker pa smo merili tudi karakteristiko črpalke pri stiskani cevi, se lahko z aproksimacijo teh 
meritev pri 10,3 𝑉 prikaže odziv tlaka, ki je kot pričakovano obratno sorazmeren pretoku v 
črpalki. Torej, ko zvišamo pretok, znižamo tlak in obratno. 
 
 
Slika 5.12: Primerjava pretoka in izračunanega tlaka na podlagi pretoka 
Slika 5.12 pokaže, kako je pri pretoku 150 𝑚𝑙/𝑚𝑖𝑛 tlak pred stiskanjem narastel na 0,3 𝑏𝑎𝑟, 
kar je normalna vrednost za arteriovensko anastomozo. Črpalka z dodatkom razdelilnika 
torej generira ravno pravi tlak in pretok na cevi, v kateri simuliramo arteriovensko 
anastomozo. Glavni rezultat pa je seveda pravilen odziv sistema.  
5.8 Delovanje programa Arduino 
Program Arduino je bil izdelan s pomočjo več razredov za lažjo berljivost programa. Ker je 
program predolg za prikaz celote, je dodan v prilogo na koncu diplomskega dela. Tukaj bodo 
predstavljeni le glavni deli programa, torej komunikacija z mobilno napravo, PID krmiljenje 
in delovanje glavne zanke, in samo razložene zmožnosti programa. 
 
Klicanje knjižnic in razredov: Prve naloge programa so klicanje vseh knjižnic in razredov, 
s katerimi bo program operiral. Razredi v tem programu so bili izdelani samo zaradi lažje 
berljivosti. 
 
Začetna metoda: sledijo deklaracija spremenljivk, vzpostavitev serijske komunikacije, 
dostopnost/javnost modula BLE za druge naprave v dosegu ter inicializacija spremenljivk in 
funkcije 𝑎𝑡𝑡𝑎𝑐ℎ𝐼𝑛𝑡𝑒𝑟𝑟𝑢𝑝𝑡. Vloga funkcije 𝑎𝑡𝑡𝑎𝑐ℎ𝐼𝑛𝑡𝑒𝑟𝑟𝑢𝑝𝑡 je zaznavanje vrtljajev 
Hallovega senzorja, s čimer izračuna pretok. 
 
Vzpostavitev modula BLE: Program po inicializaciji pokliče funkcijo v razredu Bluetooth 
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karakteristik, ki se jih pošilja prek Bluetooth brezžične povezave, nato pa se preveri, ali je 
bil BLE uspešno zagnan. Nato se nastavi ime za periferno napravo in določi karakteristike, 
ki jih ta naprava lahko pošilja. Zatem naprava postane javna in dostopna drugim napravam 
v dosegu. 
 
Vloga naprave: Program nato preide v delovno zanko. Z vsako iteracijo se določa vloga 
naprave (naprava Arduino je periferna, kar pomeni, da bo po vzpostavitvi povezave slave 
naprava). 
 
Posodabljanje podatkov: Naslednje dejanje programa je klic metode Posodobi(), ki se 
izvede vsakih 50 𝑚𝑠. Metoda se izvede v naslednjem vrstnem redu: 
− Najprej se preverjajo sprejete informacije. Če v serijski vmesnik vpišemo neko črko 
podatkovnega tipa 𝑐ℎ𝑎𝑟, se referenčni pretok spremeni v želeno vrednost. 
− Nato se spremeni spremenljivka 𝑝𝑟𝑒𝑡𝑜𝑘, ki prevzame pretok, obdelan v funkciji 
𝑎𝑡𝑡𝑎𝑐ℎ𝐼𝑛𝑡𝑒𝑟𝑟𝑢𝑝𝑡, v tisti iteraciji. 
− Zatem se izvede metoda 𝐼𝑧ℎ𝑜𝑑𝑛𝑖𝑆𝑖𝑔𝑛𝑎𝑙 za krmiljenje elektromotorja, ki vrne 
vrednost od 0 do 255, ta ista funkcija pa zažene funkcijo 𝑁𝑎𝑝𝑒𝑡𝑜𝑠𝑡𝑃𝐼𝐷. Ta vrne 
signal PWM, ki ga metoda 𝐼𝑧ℎ𝑜𝑑𝑛𝑖𝑆𝑖𝑔𝑛𝑎𝑙 obdela. PID algoritem najprej izračuna 
razliko med referenčnim signalom in povratno zvezo. Temu rečemo tudi odstopek. 
V tem primeru pa je nujno treba odšteti v takem vrstnem redu, saj elektromotor potuje 
v pozitivno smer, ko hočemo zmanjšati pretok. Torej je sprememba pretoka 
negativna, ko je sprememba pomika pozitivna. Zato se odšteje povratna zveza od 
referenčnega signala. Nato se s pomočjo PID algoritma in treh nastavljenih 
parametrov (ki so bili že omenjeni), vrne vrednost v funkcijo 𝐼𝑧ℎ𝑜𝑑𝑛𝑖𝑆𝑖𝑔𝑛𝑎𝑙. Ta 
funkcija pa samo omeji izhodni signal na zgornjo in spodnjo mejo (–255, +255). Če 
je vrednost negativna, se signal pošlje na kontakt 2, če pa je pozitivna, na kontakt 3. 
− Za konec metoda natisne podatke na serijski vmesnik. V programskem okolju 
Arduino lahko izpisujemo vrednosti v obliki diagrama. 
 
Povezava z napravo: Če mikrokrmilnik pridobi zahtevo za povezavo, se ta (na podlagi tega, 
da vsebuje enak UUID storitve kot naprava, s katero se povezuje) poveže z napravo, ki je 
zahtevek poslala. Ko se napravi povežeta, se ukaže prižig indikatorja, da je naprava 
povezana. Ko je naprava povezana, se začne izvajati ista metoda 𝑃𝑜𝑠𝑜𝑑𝑜𝑏𝑖() kot pred 
vzpostavitvijo povezave. Dodatno pa še spremlja spremembe referenčnega pretoka, ki ga 
nastavlja telefon. Če na koncu mobilna naprava prekine povezavo, se LED indikator ugasne, 
program pa preide v novo iteracijo delovne zanke. 
5.9 Delovanje aplikacije Android 
V tej aplikaciji je bila uporabljena knjižnica 𝑃𝑙𝑢𝑔𝑖𝑛. 𝐵𝐿𝐸, ki omogoča preprosto 
vzpostavitev povezave med mobilno napravo in mikrokrmilnikom, in je bila odlična izbira 
za to diplomsko delo. Temeljna ideja programa je bila, da bi lahko brezžično manipulirali 
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                                        a)                                                            b) 
Slika 5.13: a) Prva stran aplikacije, b) Druga stran aplikacije 
Prva stran, ki se pokaže v aplikaciji Android, je stran za vpis v program. Program preveri 
veljavnost uporabniškega imena in gesla. Če sta bila oba pravilno vnešena, aplikacija preide 
na drugo stran. Slika 5.13 prikazuje izgled prve in druge strani. 
 
Druga stran je namenjena vzpostavitvi povezave z mikrokrmilnikom. Tukaj je koda za 
vzpostavitev povezave v primerjavi s programom Arduino malo bolj zapletena: 
− Najprej se preveri, ali je Bluetooth modul na mobilni napravi sploh vključen oziroma 
če sploh obstaja. Če je torej vklopljen, se s programskim ukazom izvede izdelava 
seznama vseh naprav v bližini z vključenim Bluetooth modulom. Če v območju ni 
nobene naprave, nas program o tem obvesti in nas vrže nazaj na prvo stran. Tukaj je 
treba omeniti, da je vloga te naprave centralna, kar pomeni, da sama išče napravo, s 
katero se hočemo povezati. 
− Ko se izpišejo vse naprave, se s pomočjo zanke 𝑓𝑜𝑟 poišče mikrokrmilnik z imenom 
iskane naprave. To ime »AVFM control« smo dodelili mikrokrmilniku Arduino 
Nano na začetku programa. Ko jo najde, se preneha skeniranje naprav in začne 
povezovanje med napravami. Program preveri in poveže karakteristike ter storitve s 
pomočjo istih UUID, kot jih imajo karakteristike in storitve v programu Arduino. Ta 
naprava nato postane 𝑚𝑎𝑠𝑡𝑒𝑟 naprava. 
Povezava se vzpostavi in program preide na tretjo, zadnjo stran. 
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Tretja stran je namenjena izpisovanju grafov in spreminjanju referenčnega pretoka. S 
pomočjo knjižnice 𝑂𝑥𝑦𝑃𝑙𝑜𝑡 in uporabe več programskih niti se dva grafa izrisujeta v 
realnem času. Ta dva grafa sta namenjena prikazovanju pomika in spremembi pretoka. S 
pomočjo grafičnega vmesnika lahko po svojih željah spreminjamo pretok v območju od 
220 𝑚𝑙/𝑚𝑖𝑛 do 120 𝑚𝑙/𝑚𝑖𝑛. Slika 5.14 prikazuje izgled tretje strani in izgled izbir 
pretoka. 
 
      
 
                               a)                                                           b) 
Slika 5.14: a) Izgled vmesnika, b) Izgled izbir pretoka, če kliknemo na število 220 
 
Končni rezultat je aplikacija Android, v katero se lahko uspešno prijavimo, povežemo z 




V diplomskem delu smo predstavili problematiko dialize in arteriovenske anastomoze ter se 
poglobili v fizikalne zakone in krmiljenje, zasnovo in izdelavo krmilnega sistema, izdelavo 
programov za mikrokrmilnik in mobilno napravo ter metodologijo meritev in dobljene 
rezultate. 
 
Dosegli smo naslednje: 
1) Izdelali smo sistem, ki simulira pogoje v arteriovenski anastomozi. S pomočjo 
peristaltične črpalke in razdelilnika smo dosegli, da pretok tega sistema ustreza 
razponu pretoka tipične arteriovenske anastomoze. 
2) Vse elemente sistema smo montirali na stabilno pokončno površino iz iverke. Tako 
smo zmanjšali merilno negotovost zaradi vibracij črpalke in zvišali zanesljivost 
meritev. 
3) Izdelali smo krmilni sistem, ki s pomočjo mikrokrmilnika Arduino Nano 33 BLE in 
aktuatorja Actuonix PQ12 uspešno spreminja pretok glede na meritve Hallovega 
senzorja. S stiskanjem omogočimo spremembo pretoka in s tem zvišamo tlak. 
4) Izdelali smo mehanizma, ki ju je treba v prihodnosti zboljšati. 
5) Izdelali smo program za krmiljenje tega krmilnega sistema in komunikacijo s 
pametno mobilno napravo prek Bluetooth komunikacije. 
6) Izdelali smo program za mobilno napravo operacijskega sistema Android, ki uspešno 
spreminja pretok, ko vtipkamo želeno vrednost. 
7) Pri karakterizaciji peristaltične črpalke smo ugotovili, da se je tlak zaradi razdelilnika 
v sistemu zmanjšal za kar 100-krat, medtem pa smo še zmeraj zagotovili dovolj visok 
pretok. 
8) Pri meritvah pretoka v odvisnosti od pomika smo ugotovili, da je efektivni hod 
aktuatorja samo 1,2 mm, kar pomeni, da je razpon za tak mikroaktuator zelo majhen 
glede na njegovo natančnost. Sistem se kljub temu dobro krmili. Zaradi majhnega 
hoda z zelo majhnim spreminjanjem integrirnega koeficienta PID parametrov lahko 
pride do prenihaja v odzivu sistema. 





Sistem se da še izboljšati, ima pa dober odziv in je kot prvi koncept dobra smernica za 
nadgradnjo tega sistema. 
 
Predlogi za nadaljnje delo 
 
Potrebne bi bile izboljšave pri: 
− izbiri natančnejšega in manjšega aktuatorja, 
− izdelavi mehanizma, 
− izbiri manjšega krmilnika, 
− izbiri druge tehnologije merjenja pretoka, ki bi lahko merila še nižje pretoke, 
− izbiri boljše črpalke, ki bi generirala manjši tlak, 
− namesto vode bi se uporabila tekočina, ki simulira kri in njene delce. 
 
Da sistem ne bi bil samo koncept, bi ga morali izdelati čim manjših dimenzij in zagotavljati 
brezžično polnjenje, hkrati pa uporabiti materiale, ki niso strupeni za človeško telo, saj bi se 
končni izdelek potem vstavil v človeka. Ker je to sistem, ki bi bil namenjen za medicinsko 
uporabo, je treba tudi upoštevati možnosti tromboze in mnogo drugih dejavnikov. Nujno je 
tudi treba narediti raziskavo o deformacijah take cevi glede na pretok in preučiti možnosti 
za nastanek tromboze v odvisnosti od krvnega pretoka v AVG. Tako bi lažje razumeli, 
kolikšen mora biti optimalen pretok v arteriovenski anastomozi, da bi se tudi izven dialize 
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Priloga vsebuje programsko kodo iz Arduino IDE in Visual Studio programskega okolja. 
Arduino Program 
AVFM_control 







// Klic razredov: 
BluetoothLE ble = BluetoothLE(); 
PID pid = PID(); 
Cas cas = Cas(); 
Krmiljenje krmiljenje = Krmiljenje(); 
Meritev meritev = Meritev(); 
 




void setup() { 
 
  // Zagon Arduino Serijskega vmesnika: 
  Serial.begin(115200); 
  while (!Serial); 
 
  pretok_t = 0; 
  vrtljaji = 0; 
  startTime = millis(); 
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  attachInterrupt(digitalPinToInterrupt(A1), vrtljaj, RISING); 
   
  // Zagon BLE: 




  // Nastavljanje časa v novem ciklu: 
  cas.zacetek = millis(); 
  cas.delta = (unsigned short)(cas.zacetek - cas.konec); 
  if(cas.delta >= cas.zeljen_delta){ 
     
    // Posodobi parametre 
    if(Serial.available() > 0){ 
      pid.referencni_pretok = meritev.preveriVhode(Serial.read()); 
    } 
 
    if(vrtljaji!= 0 && pretok_t != 0){ 
      pid.pretok = pretok_t/vrtljaji/1000.0; 
      pretok_t = 0; 
      vrtljaji = 0; 
    } 
    else{ 
      pid.pretok = 0; 
    } 
    krmiljenje.IzhodniSignal(pid.NapetostPID(cas.delta)); 
 
    /* 
    Serial.print(pid.pomik*BIT_V_MM); 
    Serial.print(" mm, "); 
    Serial.print(pid.referencni_pomik); 
    Serial.print(" mm, "); 
    */ 
    Serial.print(pid.pretok*1000); 
    Serial.print(" ml/min, "); 
    Serial.print(pid.referencni_pretok*1000); 
    Serial.println(" ml/min"); 
     
    // Nastavljanje spremembe v času med dvema cikloma: 
    cas.konec = millis(); 





void loop() { 
 
  // Definiranje naprave vsak cikel: 
  ble.naprava = BLE.central(); 
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  // Posodabljanje pomika elektromotorja: 
  Posodobi(); 
 
  // Če sta napravi povezani: 
  if (ble.naprava) { 
    // Izpis v serijski vmesnik, da sta napravi povezani: 
    ble.Povezano(); 
 
    // Indikacija, da sta napravi povezani: 
    digitalWrite(krmiljenje.LED, HIGH); 
     
    // Ko je naprava povezana: 
    while (ble.naprava.connected()) { 
      pid.referencni_pretok = ble.BeriPretok(pid.referencni_pretok); 
      Posodobi(); 
      ble.PosljiPomik(pid.pomik); 
      ble.PosljiPretok(pid.pretok); 
    } 
 
    // Izklop LED indikatorja: 
    digitalWrite(krmiljenje.LED, LOW); 
 
    // Izpis potrditve o prekinitvi povezave: 
    Serial.println(F("Povezava z napravo prekinjena. Nadaljevanje protokola stiskanja 
cevi.")); 
  } 
 
    // Izklop LED indikatorja: 




  pretok_t += 1/(millis()-startTime)*1000.0*1000.0*60.0/8256.0; 
  pretok_t -= (0.0609*pretok_t-1.1775) 
  vrtljaji++; 











  public: 
    // Iskanje BLE naprav: 
    BLEDevice naprava; 
    void Setup(); 
    void Povezano(); 
    double BeriPretok(double); 
    void PosljiPomik(double); 







// UUID za AVFM sistem: 
BLEService AVFM_control("4b415641-2053-4953-5445-4d204d4b2d49"); 
 
// SAMO BERLJIVE SPREMENLJIVKE: 
BLEDoubleCharacteristic pomik(  "4b415641-2053-4953-5445-4d20492d310a", 
BLENotify); 
BLEDoubleCharacteristic pretok( "4156464d-5f43-4841-522d-707265746f6b", BLENotify 
| BLERead); 




   
  // Začni z inicializacijo BLE: 
  if (!BLE.begin()) { 
    Serial.println("Zagon BLE neuspešen!"); 
 
    while (1); 
  } 
  // Nastavljanje imena BLE in njegove storitve: 
  BLE.setLocalName("AVFM control"); 
  BLE.setAdvertisedService(AVFM_control); 
 
  // READ 
  AVFM_control.addCharacteristic(pomik); 
  AVFM_control.addCharacteristic(pretok); 
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  AVFM_control.addCharacteristic(ref_pretok); 
 
  // add service 
  BLE.addService(AVFM_control); 
 
  // set the initial value for the characeristic: 
  pomik.writeValue(0); 
  pretok.writeValue(0.0); 
  ref_pretok.writeValue(230); 
  // start advertising 
  BLE.advertise(); 
 




    // Prikaz naslova povezane naprave: 
    Serial.print("Povezano z napravo."); 
    Serial.println(""); 
    Serial.println("Naslov naprave: "); 
    Serial.print(this->naprava.address()); 
} 
 
double BluetoothLE:: BeriPretok(double referenca){ 
  if(ref_pretok.written()){ 
    return double(ref_pretok.value())/1000.0; 
  } 
  else{ 
    return referenca; 
  } 
} 
 
void BluetoothLE::PosljiPretok(double val){ 
  pretok.writeValue(val*1000); 
} 
 
void BluetoothLE::PosljiPomik(double val){ 











#define BIT_V_MM 20.0/1024.0 // Koeficient za pretvorbo iz bitne vrednosti potenciometra 
v milimetre. 
#define BIT_V_PWM 256.0/1024.0 // Koeficient za pretvorbo iz bitne vrednosti 
potenciometra v PWM. 
 
// PRETVORI MILIMETRE 




  private: 
    double Kp = 2800, Ki = 6, Kd = 800 ; 
    int p, i, d; 
    double izhod; 
    double napaka, prejsnja_napaka; 
 
  public: 
    volatile double pomik, pretok; 
    double referencni_pomik, referencni_pretok; 
    PID(); 
    double MeritevPomika(); 
    double NapetostPID(double); 







  // PID komponente 
  pinMode(A0, INPUT); 
  napaka = 0; 
  izhod = 0; 
  referencni_pomik = 0; 
  referencni_pretok = 0.23; 
   
  pomik = analogRead(A0); 
  pretok = 0; 
} 
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double PID::NapetostPID(double delta_cas){ 
 
  pomik = analogRead(A0)*BIT_V_MM; 
   
  // Izračun napake: 
  napaka = pretok - referencni_pretok; 
 
  p = Kp  *napaka; 
  i += Ki * napaka * delta_cas; 
  if(i > 255){ 
    i = 255; 
  } 
  if(i < -255){ 
    i = -255; 
  } 
  d = Kd*(napaka - prejsnja_napaka)/delta_cas; 
  prejsnja_napaka = napaka; 










  public: 
    // Spremenljivke: 
    unsigned long zacetek, konec; 
    unsigned short delta; 
    const short zeljen_delta = 50; 
    // Konstruktor: 





 #include "Cas.h" 
 
Cas::Cas(){ 
  zacetek = 0.0; 
  konec = 0.0; 











class Krmiljenje { 
  public: 
    // Spremenljivke: 
    const short naprej = 3, 
                nazaj = 2, 
                LED = 4, 
                VCC = 13; 
    // Konstruktor: 
    Krmiljenje(); 
    // Metode: 







  pinMode(naprej, OUTPUT); 
  pinMode(nazaj, OUTPUT); 
  pinMode(LED, OUTPUT); 
  pinMode(VCC, OUTPUT); 
  digitalWrite(VCC, HIGH); 
} 
     
void Krmiljenje::IzhodniSignal(double vrednost) { 
  
  volatile short izhodni_PWM = (int) round(abs(vrednost)); 
   
  if(vrednost > 255.0){ 
    vrednost = 255.0; 
  } 
  else if(vrednost < -255.0){ 
    vrednost = -255.0; 
  } 
   
  if (vrednost > 0) { 
    analogWrite(naprej, izhodni_PWM); 
    analogWrite(nazaj, 0); 
  } 
  else if (vrednost < -0) { 
    analogWrite(naprej, 0); 
    analogWrite(nazaj, izhodni_PWM); 
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  } 
  else{ 
    analogWrite(naprej, 0); 
    analogWrite(nazaj, 0); 











  public: 





double Meritev::preveriVhode(char pressed){ 
  switch(pressed){ 
    case '1': 
      return 0.110; 
    case '2': 
      return 0.120; 
    case '3': 
      return 0.130; 
    case '4': 
      return 0.140; 
    case '5': 
      return 0.150; 
    case '6': 
      return 0.160; 
    case '7': 
      return 0.170; 
    case '8': 
      return 0.180; 
    case '9': 
      return 0.190; 
    case '0': 
      return 0.200; 
    default: 
      return 0.0; 






<?xml version="1.0" encoding="utf-8" ?> 
<Application xmlns="http://xamarin.com/schemas/2014/forms" 
             xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml" 
             xmlns:d="http://xamarin.com/schemas/2014/forms/design" 
             xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006" 
             mc:Ignorable="d" 
             x:Class="AVFM_connect.App"> 
    <Application.Resources> 
 











    public partial class App : Application 
    { 
        public App() 
        { 
            InitializeComponent(); 
            MainPage = new P1_log(); 
        } 
 
        protected override void OnStart() 
        { 
        } 
 
        protected override void OnSleep() 
        { 
        } 
 
        protected override void OnResume() 
        { 
        } 
    } 
}  
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P1_log.xmal 
<?xml version="1.0" encoding="utf-8" ?> 
<ContentPage xmlns="http://xamarin.com/schemas/2014/forms" 
             xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml" 
             xmlns:d="http://xamarin.com/schemas/2014/forms/design" 
             xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006" 
             mc:Ignorable="d" 
             x:Class="AVFM_connect.Pages.P1_log"> 
    <ContentPage.Content> 
        <StackLayout> 
            <Label Text="Dobrodošli v 'AVFM connect!'"  
                   Margin="0,60,0,0" 
                   FontSize="Title" 
                   FontAttributes="Bold" 
                   HorizontalOptions="CenterAndExpand"/> 
 
            <Image Source="launcher_foreground.png" HeightRequest="200"/> 
             
            <Label Text="Uporabniško ime:" 
                   Margin="35,30,30,0"/> 
             
            <Entry x:Name="name" 
                   TextColor="Gray" 
                   Margin="30, 0, 30, 0"/> 
             
            <Label Text="Geslo:" 
                   Margin="35,10,30,0"/> 
             
            <Entry x:Name="password" 
                   TextColor="Gray" 
                   Margin="30, 0, 30, 0" 
                   IsPassword="True"/> 
            <ActivityIndicator x:Name="loading" IsRunning="False"/> 
            <Button x:Name="start" 
                    Clicked="StartClicked" 
                    Text="Začetek" 
                    VerticalOptions="EndAndExpand" 
                    BackgroundColor="DarkRed" 
                    TextColor="White" 
                    Margin="30, 0, 30, 30"/> 
        </StackLayout> 

















    [XamlCompilation(XamlCompilationOptions.Compile)] 
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    public partial class P1_log : ContentPage 
    { 
 
        public bool IsCorrect(string loginText, string text) 
        { 
            int correct = 0; 
            for (int i = 0; i < text.Length; i++) 
            { 
                for (int j = 0; j < loginText.Length; j++) 
                { 
                    if (i != j) continue; 
                    if (text.ToCharArray()[i] != loginText.ToCharArray()[j]) return false; 
                    else correct++; 
                } 
            } 
            if (correct == loginText.Length) 
                return true; 
            else 
                return false; 
        } 
 
 
        public async void StartClicked(object sender, System.EventArgs e) 
        { 
            string loginName = "MihaelK"; 
            string loginPassword = "23170370"; 
 
            // Če uporabnik ni vpisal pravilnega imena ali gesla: 
            if (!(IsCorrect(loginName, name.Text) && IsCorrect(loginPassword, password.Text))) 
            { 
                await DisplayAlert("Napaka", "Napačno ime ali geslo.", "V redu"); 
                return; 
            } 
            // Uporabnik je vpisal pravilno geslo: 
            Application.Current.MainPage = new P2_ble(); 
        } 
 
        public P1_log() 
        { 
            InitializeComponent(); 
        } 
    } 
}   
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P2_ble.xmal 
<?xml version="1.0" encoding="utf-8" ?> 
<ContentPage xmlns="http://xamarin.com/schemas/2014/forms" 
             xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml" 
             xmlns:d="http://xamarin.com/schemas/2014/forms/design" 
             xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006" 
             mc:Ignorable="d" 
             x:Class="AVFM_connect.Pages.P2_ble"> 
    <ContentPage.Content> 
        <StackLayout> 
            <Label x:Name="text" 
                   Text="Preverjanje stanja Bluetooth..." 
                   FontSize="30" 
                   Margin="40,0,40,0" 
                   HorizontalTextAlignment="Center" 
                   HorizontalOptions="CenterAndExpand" 
                   VerticalOptions="CenterAndExpand" 
                   FontAttributes="Bold"/> 
            <ActivityIndicator IsRunning="True" 
                               VerticalOptions="CenterAndExpand" 
                               Margin="0,-400,0,0"/> 
        </StackLayout> 
    </ContentPage.Content> 
</ContentPage> 



















    [XamlCompilation(XamlCompilationOptions.Compile)] 
    public partial class P2_ble : ContentPage 
    { 
        public static Bluetooth bluetooth; 
        public P2_ble() 
        { 
            InitializeComponent(); 
            bluetooth = new Bluetooth(); 
            ConnectViaBluetooth(); 
        } 
 
        public async void ConnectViaBluetooth() 
        { 
            // Če je bluetooth izklopljen ga vklopi. 
            if (!bluetooth.BLEmanager.IsOn) 
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            { 
                // Vklopi bluetooth. 
                bluetooth.BTmanager.Adapter.Enable(); 
                // Čakaj, dokler bluetooth ni vklopljen. 
                while (!bluetooth.BLEmanager.IsOn) 
                    await Task.Delay(25); 
            } 
            // BLUETOOTH VKLOPLJEN 
 
            text.Text = "Iskanje naprave AVFM control"; 
 
            Scan: 
 
            bluetooth.deviceList.Clear(); 
            bluetooth.BLEadapter.ScanTimeout = 5000; 
 
            bluetooth.BLEadapter.DeviceDiscovered += (s, a) => bluetooth.deviceList.Add(a.Device); 
            await bluetooth.BLEadapter.StartScanningForDevicesAsync(); 
 
            if (bluetooth.deviceList.Count < 1) 
            { 
                await bluetooth.BLEadapter.StopScanningForDevicesAsync(); 
                bool scanning = await DisplayAlert("Napaka", "Ni bilo najdenih naprav." + 
                " Ali bi radi ponovno iskali napravo?", "Da", "Ne"); 
                if (!scanning) 
                { 
                    Xamarin.Forms.Application.Current.MainPage = new P1_log(); 
                } 
                else 
                { 
                    goto Scan; 
                } 
            } 
 
            for(int i = 0; i < bluetooth.deviceList.Count; i++) 
            { 
                if (bluetooth.deviceList[i].Name.Contains("AVFM")) 
                { 
                    await DisplayAlert("Prepoznana naprava", 
                                       "Bila je prepoznana naprava z imenom " + bluetooth.deviceList[i].Name + ".", 
                                       "POVEŽI", "PREKLIC"); 
 
                    text.Text = "Dodajanje naprave AVFM control"; 
                    bluetooth.device = bluetooth.deviceList[i]; 
                    break; 
                } 
            } 
 
            await bluetooth.BLEadapter.StopScanningForDevicesAsync(); 
 
            if (bluetooth.device == null) 
            { 
                await DisplayAlert("Napaka", "Naprava z imenom AVFM ne obstaja", "V redu"); 
                Xamarin.Forms.Application.Current.MainPage = new P1_log(); 
                return; 
            } 
 
            try 
            { 
                text.Text = "Povezovanje na napravo AVFM control"; 
                await bluetooth.BLEadapter.ConnectToDeviceAsync(bluetooth.device); 
            } 
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            catch (DeviceConnectionException) 
            { 
                await DisplayAlert("Napaka", "Naprave z imenom 'AVFM control' ni bilo mogoče najti." + 
                                   " Preverite, ali je ta naprava napoljnena.", "V redu"); 
                return; 
            } 
 
            text.Text = "Dodajanje storitve in karakteristik"; 
 
            bluetooth.service = await bluetooth.device.GetServiceAsync(Guid.Parse("4b415641-2053-4953-5445-
4d204d4b2d49")); 
            bluetooth.pomik = await bluetooth.service.GetCharacteristicAsync(Guid.Parse("4b415641-2053-4953-
5445-4d20492d310a")); 
            bluetooth.pretok = await bluetooth.service.GetCharacteristicAsync(Guid.Parse("4156464d-5f43-4841-
522d-707265746f6b")); 
            bluetooth.referenca = await bluetooth.service.GetCharacteristicAsync(Guid.Parse("4156464d-5f43-4841-
522d-707265746f4a")); 
 
            await DisplayAlert("Uspešno", "Naprava je bila povezana.", "V redu"); 
            Xamarin.Forms.Application.Current.MainPage = new P3_measure(bluetooth); 
        } 






<?xml version="1.0" encoding="utf-8" ?> 
<ContentPage xmlns="http://xamarin.com/schemas/2014/forms" 
             xmlns:x="http://schemas.microsoft.com/winfx/2009/xaml" 
             xmlns:d="http://xamarin.com/schemas/2014/forms/design" 
             xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006" 
             xmlns:oxy="clr-namespace:OxyPlot.Xamarin.Forms;assembly=OxyPlot.Xamarin.Forms" 
             mc:Ignorable="d" 
             x:Class="AVFM_connect.Pages.P3_measure"> 
    <ContentPage.Content> 
        <ScrollView> 
            <Grid> 
                <Grid.RowDefinitions> 
                    <RowDefinition Height="80"/> 
                    <RowDefinition Height="50"/> 
                    <RowDefinition Height="150"/> 
                    <RowDefinition Height="50"/> 
                    <RowDefinition Height="150"/> 
                    <RowDefinition Height="50"/> 
                </Grid.RowDefinitions> 
                    <Label Text="Meritve v živo"  
                               FontSize="Title" 
                               Margin="20,30,20,0" 
                               FontAttributes="Bold" 
                               Grid.Row="0"  
                               HorizontalOptions="CenterAndExpand"/> 
                    <Label Text="Pretok [ml/min]"  
                               Margin="20,30,20,0" 
                               FontSize="Subtitle" 
                               FontAttributes="Bold" 
                               Grid.Row="1"  
                               HorizontalOptions="Start"/> 
                    <oxy:PlotView x:Name="grafPretoka" 
                              Model="{Binding model}" 
                              HorizontalOptions="Center" 
                               Grid.Row="2"  
                              Margin="20,0,20,0"/> 
                    <Label Text="Pomik [mm]"  
                               Margin="20,30,20,0" 
                               FontSize="Subtitle" 
                               FontAttributes="Bold" 
                               Grid.Row="3"  
                               HorizontalOptions="Start"/> 
                    <oxy:PlotView x:Name="grafPomika" 
                              Model="{Binding model}" 
                              HorizontalOptions="Center" 
                               Grid.Row="4"  
                              Margin="20,0,20,0"/> 
                <Picker x:Name="spremeniPretok" 
                               Grid.Row="5" /> 
            </Grid> 
        </ScrollView> 
         
    </ContentPage.Content> 
</ContentPage>  
 




















    [XamlCompilation(XamlCompilationOptions.Compile)] 
    public partial class P3_measure : ContentPage 
    { 
        private static Graph pretok, pomik; 
        private Bluetooth bluetooth; 
 
        public int selectedIndex = 11; 
 
        public P3_measure(Bluetooth bt) 
        { 
            InitializeComponent(); 
            bluetooth = bt; 
 
 
            pretok = new Graph(grafPretoka.Model); 
            pomik = new Graph(grafPomika.Model); 
 
            pretok.SetGraphAxisWithYLimit(new Limit(0, 400)); 
            pomik.SetGraphAxisWithYLimit(new Limit(0, 20)); 
 
            pretok.CreateAreaSeries("Pretok [ml/min]", 3, OxyColors.Coral, OxyColors.LightCoral); 
            pomik.CreateAreaSeries("Pomik [ml/min]", 3, OxyColors.DarkRed, OxyColors.IndianRed); 
 
            for (int i = 120; i < 230; i += 10) 
                spremeniPretok.Items.Add(i + ""); 
 
            spremeniPretok.SelectedIndex = selectedIndex; 
 
            LoopAlgorythm(bt); 
        } 
 
        ////////////////////////// 
        // SPODNJEGA NE UREJAJ! // 
        ////////////////////////// 
         
        public float deltaTime, elapsedTime; 
 
        public int startTick, endTick; 
 
        public float framesPerSecond = 1000f; 
 
        public async Task GetCharacteristic(ICharacteristic characteristic) 
        { 
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            double d = 0; 
            characteristic.ValueUpdated += (o, args) => 
            { 
                d = BitConverter.ToDouble(args.Characteristic.Value, 0); 
            }; 
            await characteristic.StartUpdatesAsync(); 
            Device.BeginInvokeOnMainThread(() => 
            { 
                if (characteristic.Uuid == bluetooth.pretok.Uuid) 
                { 
                    grafPretoka.Model = pretok.UpdateGraph((float)(d), elapsedTime); 
                } 
                else if (characteristic.Uuid == bluetooth.pomik.Uuid) 
                { 
                    grafPomika.Model = pomik.UpdateGraph((float)(d), elapsedTime); 
                } 
            }); 
 
        } 
 
        public void LoopAlgorythm(Bluetooth bt) 
        { 
            elapsedTime = 0; 
            deltaTime = 0; 
 
            startTick = 0; 
            endTick = 0; 
 
            Task.Run(async () => 
            { 
                while (true) 
                { 
                    startTick = Environment.TickCount; 
                    // Run code here 
                    await GetCharacteristic(bluetooth.pretok); 
                    await GetCharacteristic(bluetooth.pomik); 
 
                    if (selectedIndex != spremeniPretok.SelectedIndex) 
                    { 
                        byte[] pp = new byte[16]; 
                        pp = 
BitConverter.GetBytes(Convert.ToInt16(spremeniPretok.Items[spremeniPretok.SelectedIndex])); 
                        await bt.referenca.WriteAsync(pp); 
                        selectedIndex = spremeniPretok.SelectedIndex; 
                    } 
 
                    endTick = Environment.TickCount; 
                    deltaTime = (endTick - startTick) / 1000f; 
                    elapsedTime += deltaTime; 
                } 
            }); 
        } 
    } 
}  
 















    public class Bluetooth 
    { 
        public IBluetoothLE BLEmanager; 
        public IAdapter BLEadapter; 
        public BluetoothManager BTmanager; 
        public List<IDevice> deviceList; 
        public IDevice device; 
        public IService service; 
        public ICharacteristic pomik; 
        public ICharacteristic pretok; 




        public Bluetooth() 
        { 
            deviceList = new List<IDevice>(); 
            service = null; 
            pomik = null; 
            pretok = null; 
            referenca = null; 
            BLEmanager = CrossBluetoothLE.Current; 
            BLEadapter = CrossBluetoothLE.Current.Adapter; 
            BTmanager = 
(BluetoothManager)Android.App.Application.Context.GetSystemService(Android.Content.Context.BluetoothServ
ice); 
        } 
 













    class Limit 
    { 
        public int minimum, maximum; 
 
        public Limit(int minimum, int maximum) 
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        { 
            this.minimum = minimum; 
            this.maximum = maximum; 
        } 
    } 
 
    class Graph 
    { 
        private PlotModel plotModel; 
 
        // Vse spremenljivke 
        private AreaSeries series; 
        private Axis X, Y; 
 
        public Graph(PlotModel plotModel) 
        { 
            plotModel = new PlotModel(); 
            this.plotModel = plotModel; 
        } 
 
        public void SetGraphAxisWithYLimit(Limit yLimit) 
        { 
            plotModel.Axes.Clear(); 
            plotModel.Axes.Add(new LinearAxis { IsPanEnabled=false, IsZoomEnabled=false, Position = 
AxisPosition.Bottom}); 
            X = plotModel.Axes[0]; 
            plotModel.Axes.Add(new LinearAxis { IsPanEnabled = false, IsZoomEnabled = false, Position = 
AxisPosition.Left , Minimum = yLimit.minimum, Maximum = yLimit.maximum}); 
            Y = plotModel.Axes[1]; 
        } 
 
        public void CreateAreaSeries(string title, int thickness, OxyColor color, OxyColor fill) 
        { 
            series = new AreaSeries { StrokeThickness = thickness, 
                                      Color = color, 
                                      Fill = fill }; 
 
            series.Points.Clear(); 
            plotModel.Series.Add(series); 
        } 
 
        public PlotModel UpdateGraph(float y, float x) 
        { 
            if (series.Points.Count > 50) 
            { 
                series.Points.RemoveAt(0); 
            } 
            series.Points.Add(new DataPoint(x, y)); 
 
            plotModel.InvalidatePlot(true); 
            return plotModel; 
        } 
    } 
} 
 
 
 
  
 
 
 
 
