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Abstrakt 
Diplomová práca sa zaoberá návrhom a vývojom aplikácie pre platformu iOS na 
základe požiadaviek spoločnosti, pôsobiacej vo Fínsku v oblasti vývoja informačných 
systémov pre bioenergetiku. Aplikácia má slúžiť ako doplnok k internetovému portálu 
sprostredkúvajúcemu predaj dreva a biomasy. 
 
Abstract 
This master’s thesis is focused on design and development of an application for iOS 
platform following the requirements of the company, operating in Finland in the field of 
development of information systems for bioenergy industry. The application should 
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Trendom posledných rokov je veľký rozmach mobilných zariadení, ktoré sú z roka 
na rok výkonnejšie, čo umožnilo vývojárom robiť rozlične zamerané mobilné aplikácie 
s množstvom pokročilých funkcií. V súčasnosti je práve veľké množstvo takýchto 
aplikácií dôvodom, že mobilné zariadenia, ako smartfóny a tablety, dokážu takmer 
plnohodnotne zastúpiť klasické prenosné počítače a v mnohých oblastiach ich úplne 
nahradiť. Zo začiatku boli mobilné zariadenia využívané najmä technologickými 
nadšencami, ale dnes ich už používajú takmer všetci a svoje uplatnenie si nachádzajú aj 
vo väčšine odvetví firemnej sféry. Mnoho spoločností zavádza mobilné technológie do 
rôznych oblastí podnikania, kde sú súčasťou firemných procesov. 
Počas môjho štúdia som mal možnosť zúčastniť sa stáže v jednej spoločnosti, ktorá sa 
už od vzniku snaží presadzovať informačné technológie s cieľom zefektívnenia práce 
v podnikoch pôsobiacich v oblasti bioenergetiky a lesníctva.  
Vo svojej práci sa zaoberám návrhom a vývojom mobilnej aplikácie pre platformu iOS, 
ktorou chce spoločnosť podporiť svoj internetový portál sprostredkúvajúci predaj dreva 
a biomasy. Takýmito aplikáciami si chce spoločnosť zvyšovať konkurenčú výhodu vo 
svojej oblasti podnikania. 
Navrhovaná aplikácia vychádza z požiadaviek spoločnosti na zefektívnenie 
manažmentu ponúk biomasy na svojom internetovom portáli, ktorý by zohľadňoval 
nielen samotnú ponuku disponibilného množstva, ale aj kvalitu a informáciu o presnej 
lokalizácii ponúkaného tovaru. Najväčším benefitom má byť možnosť pridávania ponúk 
priamo z terénu pomocou mobilného zariadenia. ! !
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Ciele práce 
Cieľom tejto diplomovej práce je návrh funkčného prototypu mobilnej aplikácie podľa 
požiadaviek spoločnosti. Táto aplikácia má slúžiť ako doplnok k internetovému portálu 
sprostredkúvajúcemu predaj dreva a biomasy. Hlavným prínosom mobilnej aplikácie 
má byť zjednodušenie a zefektívnenie pridávania ponúk priamo z mobilného zariadenia. 
K splneniu cieľa je v prvom rade nutné naštudovať teoretické východiská, zásady 
objektovo orientovaného programovania a konvencií dizajnu užívateľského prostredia 
aplikácií pre platformu iOS. Nemenej dôležitým cieľom je analýza súčasného stavu 
spoločnosti a zmapovanie konkurencie v tejto oblasti. Okrem toho je potrebné si 
naštudovať trendy vo vývoji aplikácií a postupy riešení. Na základe toho je potom 
možné navrhnúť vzhľad aplikácie, implementovať potrebné funkcie a realizovať 
užívateľské rozhranie. ! !
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1 Teoretické východiská 
1.1 Programovací jazyk Objective-C 
Objective-C, ako už z názvu vyplýva, je objektovo orientovaný programovací jazyk 
vyvinutý Brad J. Coxom v 80-tych rokoch 20. storočia, pričom jeho základom bol jazyk 
SmallTalk-80. Objective-C môžeme považovať za akúsi nadstavbu jazyka C, ktorej 
hlavným prínosom je vytváranie a manipulácia s objektmi. Od programovacieho jazyka 
C zdedil syntax, primitívne typy a príkazy riadenia toku a pridáva syntax pre 
definovanie tried a metód (Kochan, 2014). 
Spoločnosť NeXT Software si v roku 1988 dala licencovať tento jazyk a vyvinula k 
nemu knižnice a vývojové prostredie NEXTSTEP. Spoločnosť Apple v roku 1996 
odkúpila spoločnosť NeXT Software a získané vývojové prostredie sa stalo základom 
pre ďalšie operačné systémy OS X. Apple verzia tohto vývojového prostredia sa nazýva 
Cocoa a jej verzia pre mobilný operačný systém iOS je Cocoa Touch (Kochan, 2014). 
1.2 Objektovo-orientované programovanie (OOP) 
OOP je založené na predstave, že každý program je simulácia reálneho alebo 
virtuálneho sveta. Tento svet je tvorený objektmi a preto, aby program mohol úspešne 
simulovať udalosti odohrávajúce sa v tomto svete, musí vedieť ako pracovať s objektmi 
(Pecinovský, 2013). 
Všetky objekty z reálneho sveta majú dve charakteristiky, ktorými sú stav a správanie 
sa. Tento koncept zdieľajú aj softvérové objekty, ktoré takisto pozostávajú zo stavu 
(dáta) a súvisiaceho správania sa (operácie s údajmi). Objekt uchováva stav 
v premenných objektu – inštancie a odhaľuje jeho správanie sa pomocou metód. 
Metódy pracujú nad vnútorným stavom objektu a slúžia ako hlavný mechanizmus 
komunikácie medzi objektmi. Ak je potrebné pristupovať k údajom objektu, je to 
možné jedine pomocou metód, ktoré objekt má. Princíp skrývania vnútorného stavu 
a nutnosti používať metódy na interakciu s objektom je známy ako „zapuzdrenie“ a je 
jedným zo základných princípov OOP (Apple, 2010). 
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Môžeme povedať, že v OOP je program tvorený sieťou prepojených objektov, ktoré sa 
navzájom volajú - komunikujú. Každý objekt zohráva v celkovom návrhu programu 
osobitnú úlohu a je schopný komunikovať s ostatnými objektmi. Objekty navzájom 
komunikujú prostredníctvom správ, ktoré predstavujú žiadosti o vykonanie metódy 
(Pecinovsky, 2013). 
Na rozdiel od procedurálneho programovania, kde funkcie resp. metódy vykonávajú 
prácu, sú objekty považované za aktívne prvky v programe, ktoré vykonávajú svoje 
metódy. Objekty sa „rozhodujú“, čo v danej situácii urobia; pýtajú si informácie od 
iných objektov, preskúmajú sami seba za účelom získania požadovaných informácií, 
prenesú zodpovednosť na ďalší objekt alebo riadiaci proces (Apple, 2010). 
Benefity, ktoré prináša delenie kódu do jednotlivých softvérových objektov (Apple, 
2010): 
• Modularita – Zdrojový kód jedného objektu môže byť napísaný a udržiavaný 
nezávisle od kódu pre ďalšie objekty. Vytvorený objekt je v rámci systému 
možné ľahko presúvať. 
• Skrývanie informácií – Tým, že interakcia prebieha iba pomocou metód objektu, 
podrobnosti o jeho vnútornej implementácii zostávajú navonok skryté. 
• Opätovné použitie kódu – Možnosť použiť už existujúce objekty (vytvorené 
napríklad iným vývojárom) vo vlastnom programe. 
• Jednoduchosť debugovania – Ak je určitý objekt problematický, je možné ho 
jednoducho odstrániť z aplikácie a nahradiť druhým objektom. 
1.2.1 Triedy 
Vo väčších programoch pracujeme rádovo s tisíckami až desaťtisíckami objektov, 
pričom sa tu vyskytuje zvyčajne viac ako jeden objekt rovnakého druhu. Práca 
s takýmto množstvom objektov by bola veľmi náročná až nepredstaviteľná a preto ich 
delíme do väčších, všeobecnejších skupín so spoločnými vlastnosťami. Tieto skupiny 
nazývame triedy. Všetky objekty prislúchajúce jednej triede sú schopné vykonávať 
rovnaké metódy a majú zhodnú sadu premenných inštancie. Takisto zdieľajú spoločnú 
definíciu; každý druh objektu je definovaný iba raz (Pecinovský, 2013). 
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Definovaním objektu sa vytvorí šablóna pre druh objektu, teda triedu objektov. Táto 
šablóna môže byť použitá na vytvorenie ľubovolného množstva rovnakých objektov. 
Objekty patriace určitej triede nazývame inštancie triedy. Pre lepšie pochopenie je 
dobré uviesť to na praktickom príklade. Môj počítač, tak ako aj počítač môjho 
kamaráta, ktoré predstavujú dva objekty, patria do všeobecnej skupiny osobných 
počítačov, čo je v našom prípade práve spomínaná trieda (Pecinovský, 2013). 
1.2.2 Dedičnosť 
Vo svojej podstate je trieda tiež objekt, ktorý uchováva informácie charakterizujúce 
inštancie a ktorý je ako jediný schopný objekty vytvárať. Trieda môže patriť do 
skupiny, v tomto prípade nadtriedy, ktorá je ešte všeobecnejšia. Takto vzniká celá 
hierarchia nadtried a podtried, v ktorej podtriedy predstavujú vždy užšiu skupinu 
objektov so špecifickými vlastnosťami. Táto hierarchia sa nazýva aj hierarchiou 
dedičnosti, pretože platí, že podtrieda dedí od nadtriedy všetky metódy a premenné 
inštancie. V definícii podtriedy je vždy uvedené iba to ako sa líši od nadtriedy, všetko 
ostatné je rovnaké. Z nadtriedy sa nič nekopíruje do podtriedy, namiesto toho sú tieto 
dve triedy spojené. Ak by bola definícia podtriedy prázdna (nemala by nadefinované 
žiadne vlastné metódy alebo premenné inštancie), tieto triedy by boli úplne identické 
(až na názov). Avšak zmyslom podtriedy je vytvoriť niečo aspoň trochu odlišné od jej 
nadtriedy (Apple, 2010). 
Každá hierarchia dedičnosti má začiatok v základnej triede, ktorá nemá žiadnu 
nadtriedu. Zo základnej triedy sa hierarchia rozvetvuje smerom dole. Každá trieda dedí 
od svojej nadtriedy a od všetkých tried, ktoré sú v hierarchii nad ňou. To znamená, že 
každá trieda dedí od základnej triedy. V jazyku Objective-C má každá trieda iba jednu 
nadtriedu, ale môže mať nekonečný počet podtried (Apple, 2010). 
Zadefinovaním podtriedy je možné zmeniť definíciu, ktorú zdedila od nadtriedy tromi 
spôsobmi (Apple, 2010): 
• Pridaním nových metód a premenných inštancie je možné zdedenú definíciu 
triedy rozšíriť. Toto je najčastejší dôvod vytvárania nových podtried. 
• Nahradením existujúcej metódy novou verziou je možné pozmeniť správanie. 
Toto sa robí jednoducho pridaním novej metódy, ktorá má rovnaký názov ako 
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zdedená metóda. Pôvodná metóda nezmizne, bude stále dostupná pre triedu, 
v ktorej je definovaná a pre všetky triedy, ktoré túto definíciu dedia. 
• Nahradením existujúcej metódy novou verziou, v ktorej bude stále 
zakomponovaná stará metóda, je možné vylepšiť alebo rozšíriť správanie. V tele 
novej metódy sa pošle správa na vykonanie starej verzie metódy. 
1.2.3 Dynamizmus 
Objektovo orientovaný prístup k programovaniu sa snaží prekonať obmedzenia 
vychádzajúce z princípu fungovania počítačov a robí programy dynamickejšími 
a plynulejšími. Táto skutočnosť je zreteľná najmä na snahe presunúť rozhodovanie od 
kompilovania a linkovania (prepájania) k rozhodovaniu za behu programu (Apple, 
2010). 
Pre objektovo orientovaný návrh sú dôležité najmä tieto tri druhy dynamizmu (Apple, 
2010): 
• Dynamické písanie – čakanie, kým sa spustí program, aby sa určila trieda 
• Dynamické spájanie – určovanie počas behu programu, ktorá metóda sa má 
vyvolať 
• Dynamické nahrávanie – pridávanie nových komponentov do programu za behu 
1.2.4 Návrhové vzory (Design Patterns) 
Návrhové vzory riešia bežné problémy softvérového inžinierstva. Sú to abstraktné 
pomocné návrhy, ktoré sa používajú pri definovaní štruktúry dátového modelu a jeho 
interakcie s ostatnými súčasťami aplikácie. Pochopenie týchto návrhových vzorov 
pomáha efektívnejšie využívať frameworky (rámce) a umožňuje písanie aplikácií, ktoré 
sú znovu použiteľné je možné ich rozšíriť a ľahšie zmeniť (Apple, 2015a). 
Model-View-Controller (MVC) 
MVC je hlavným návrhovým vzorom, podľa ktorého by mala byť navrhovaná 
akákoľvek aplikácia pre iOS. Podstatou tohto vzoru je možné priradiť objektom 
v aplikácii jednu z troch funkcií: model, pohľad, alebo ovládač. Funkcia model má na 
starosti monitorovanie dát aplikácie, pohľady zobrazujú užívateľské rozhranie a tvoria 
obsah aplikácie a ovládače spravujú pohľady. Ovládače majú na starosti reakcie na 
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užívateľské akcie a zároveň napĺňajú pohľady obsahom z dátového modelu a tým slúžia 
ako komunikačná brána medzi modelom a pohľadmi (Apple, 2015a, Kelley, 2012). 
 
Cieľ-Akcia 
Je to konceptuálne jednoduchý návrh, v ktorom, keď dôjde k určitej udalosti, jeden 
objekt pošle správu inému objektu. Správa o akcii (action message) je selektor 
definovaný v zdrojovom kóde a cieľom (objekt, ktorý dostane správu) je objekt schopný 
vykonať túto akciu, typicky ním je ovládač pohľadu. Objekt, ktorý pošle správu o akcii 
je zvyčajne objektom ovládania (ako napríklad tlačidlo, slider (bežec) alebo prepínač), 
ktorý môže spustiť udalosť ako odpoveď na užívateľskú interakciu (ťuknutie, ťahanie 
alebo zmena hodnoty) (Apple, 2015a). 
Ako príklad uvediem prípad, kedy je v aplikácii tlačidlo Obnoviť predvolené, ktoré 
obnoví pôvodné nastavenia, vždy keď naň používateľ ťukne. Najprv je potrebné 
implementovať akciu restoreDefaults:, ktorá vykoná obnovenie pôvodných nastavení. 
Ako ďalší krok bude priradenie udalosti TouchUpInside tlačidlu. Pri tejto udalosti sa 




Obrázok 2: Návrhový vzor Cieľ-Akcia 
(Zdroj: Apple, 2015a) 
 
 
Obrázok 1: Návrhový vzor MVC 
(Zdroj: Apple, 2015a) 
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Delegovanie 
Delegovanie je jednoduchý a účinný vzor, v ktorom jeden z objektov v aplikácii koná 
v mene resp. koordinovane s iným objektom. Delegujúci objekt uchováva odkaz na 
druhý objekt (delegát) a v príslušnom čase mu pošle správu. Touto správou informuje 
delegáta o udalosti, ktorú delegujúci objekt bude spracovávať alebo ktorú pred chvíľou 
spracoval. Delegát na základe tejto informácie môže aktualizovať svoj vzhľad (alebo 
stav) alebo vzhľad (stav) ďalších objektov v aplikácii. V niektorých prípadoch môže 
vrátiť hodnotu, ktorá ovplyvní blížiacu sa udalosť (Apple, 2015a). 
Delegovanie je rozšírené v existujúcich triedach frameworkov, avšak je možného ho 
implementovať aj medzi dvoma vlastnými objektmi. Bežne sa delegovanie používa na 
prenesenie hodnoty (zvyčajne zadanej užívateľom) medzi potomkom a rodičovským 
ovládačom pohľadu (Apple, 2015a). 
1.3 Platforma iOS 
Apple iOS je mobilný operačný systém používaný výlučne na zariadeniach iPhone, iPad 
a iPod touch od spoločnosti Apple. Tento operačný systém riadi hardvér na 
zariadeniach a poskytuje potrebné technológie pre implementáciu natívnych aplikácií. 
Rôzne systémové aplikácie, dodávané ako súčasť operačného systémy, poskytujú 
užívateľom základnú služby systému. Medzi takéto aplikácie patrí napríklad Telefón, 
Mail alebo aplikácia Safari (Apple, 2014). 
Na vývoj, inštaláciu a testovanie natívnych aplikácií, ktoré sa zobrazia na domácej 
obrazovke iOS zariadenia, je dostupný iOS Software Development Kit (SDK), ktorý 
obsahuje nástroje a rozhrania poskytujúce spomínané funkcie. Natívne aplikácie sú 
zostavené použitím systémových frameworkov a jazyka Objective-C alebo najnovšie aj 
jazyka Swift. Tieto natívne aplikácie, na rozdiel od webových aplikácií, bežia priamo na 
iOS a sú fyzicky nainštalované na konkrétnom zariadení, takže sú vždy dostupné pre 
užívateľa, aj keď je zariadenie v tzv. Airplane mode, čiže bez konektivity. Na zariadení 
sa nachádzajú priamo pri systémových aplikáciách, a preto je samotná aplikácia a jej 
dáta synchronizované s užívateľovým počítačom cez program iTunes (Apple, 2014). 
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1.3.1 Vrstvy iOS architektúry 
Tak ako v desktopových systémoch, aplikácie nekomunikujú priamo s hardvérom 
ležiacim pod nimi. Celú komunikáciu sprostredkuje systém iOS, ktorý poskytuje sadu 
jasne definovaných systémových rozhraní. Tieto rozhrania zjednodušujú písanie 
aplikácií, ktoré fungujú konzistentne aj na zariadeniach s rôznymi hardvérovými 
možnosťami (Apple, 2014). 
Na implementáciu technológií iOS sa môžeme pozerať ako na súbor vrstiev, v ktorom 
nižšie vrstvy obsahujú základné technológie a služby, na ktorých potom stavajú vyššie 














Pri vývoji aplikácií je odporúčané uprednostňovať použitie rámcov vyšších vrstiev pred 
rámcami nižších vrstiev, pretože vyššie vrstvy poskytujú vyššiu úroveň objektovo 
orientovanej abstrakcie. Vo všeobecnosti tieto abstrakcie uľahčujú písanie kódu, pretože 
redukujú množstvo kódu, ktoré je potrebné napísať. V prípade, že je potrebné použiť 
funkcie, ktoré nie sú dostupné vo vyšších vrstvách, je možné použiť rámce 
a technológie nižších vrstiev (Apple, 2014). 
Systémové rozhrania sú dostupné v špeciálnych balíkoch nazývaných rámce (z ang. 
framework). Jedná sa o adresár obsahujúci dynamicky zdieľanú knižnicu a zdroje, ktoré 
sú potrebné pre podporu danej knižnice (Apple, 2014). 
1.4 Vrstva Cocoa Touch 
V tejto kapitole je stručne definovaná vrstva Cocoa Touch a takisto sú v nej popísané 





Obrázok 3: Vrstvy iOS architektúry 
(Zdroj: Apple, 2014) 
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Vrstva Cocoa Touch obsahuje kľúčové rámce pre vytváranie iOS aplikácií. Tieto rámce 
určujú vzhľad aplikácie, poskytujú základnú infraštruktúru a podporu kľúčových 
technológií ako multitasking, dotykové ovládanie, push notifikácie a ďalšie vysoko 
úrovňové systémové služby (Apple, 2014). 
1.4.1 Rozšírenia aplikácie 
V najnovšej verzii iOS 8 bola umožnená čiastočná komunikácia medzi aplikáciami 
práve pomocou funkcie rozšírení aplíkácie. Vo svojej podstate je rozšírenie aplikácie 
kód, ktorý sprístupňuje vlastnú funkciu v rámci úlohy, v ktorej sa používateľ nachádza. 
Rozšírenie sa dá využiť napríklad, ak chce vývojár užívateľom uľahčiť vyvesiť nejaký 
obsah na vlastnú sociálnu sieť. Ak toto rozšírenie užívateľ nainštaluje a povolí, môže 
k nemu pristupovať z aktuálne používanej aplikácie cez tlačítko Zdieľať. Takto 
vytvorené vlastné rozšírenie obsahuje kód, ktorý prijíma, schvaľuje a publikuje obsah 
od užívateľa (Apple, 2014). 
Rozšírenie je vytvorené pridaním predkonfigurovaného cieľa rozšírenia aplikácie do 
samotnej aplikácie. Pri splnení podmienky, že užívateľ rozšírenie povolí, systém 
sprístupní rozšírenie v príslušnom systémovom užívateľskom rozhraní (UI), ktoré je 
dostupné z ostatných aplikácií (Apple, 2014). 
iOS podporuje rozšírenia aplikácií v nasledovných oblastiach (Apple, 2014): 
• Zdieľanie – zdieľanie obsahu na sociálnych sieťach alebo s inými entitami 
• Akcia – vykonanie jednoduchej úlohy s aktuálnym obsahom 
• Widget – poskytnutie rýchleho obnovenia alebo povolenie krátkej úlohy 
v náhľade Dnes v Centre hlásení 
• Poskytovateľ dokumentov – poskytnutie miesta na uloženie dokumentov, ktoré 
je prístupné z iných aplikácií 
• Vlastná klávesnica – poskytnutie vlastnej klávesnice, ktorá môže byť použitá pre 
všetky aplikácie namiesto systémovej klávesnice 
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1.4.2 Handoff 
Handoff je funkcia, ktorá vylepšuje kontinuitu práce na viacerých zariadeniach. 
Nachádza sa, tak v iOS, ako aj v desktopovom operačnom systéme OS X a jej hlavnou 
úlohou je tieto systémy (zariadenia, na ktorých sa nachádzajú) prepojiť. Užívateľ má 
možnosť začať nejakú činnosť na jednom zariadení, potom pokračovať v činnosti na 
druhom zariadení, presne tam, kde prestal. Napríklad, ak užívateľ číta dlhý článok vo 
webovom prehliadači Safari na OS X a potom prejde na iOS zariadenie, ktoré je 
prihlásené na rovnaké Apple ID, v prehliadači Safari na iOS sa otvorí tá istá 
webstránka, na tej istej pozícii, kde užívateľ predtým skončil (Apple, 2014). 
Na to, aby bola aplikácia schopná využiť technológiu handoff musí prevziať jedno malé 
API (Application Programming Interface) z rámca Foundation. Každá prebiehajúca 
užívateľská činnosť je reprezentovaná objektom používateľovej činnosti, ktorý obsahuje 
údaje potrebné pre návrat k činnosti na inom zariadení. Keď sa užívateľ vráti k činnosti, 
tento objekt sa odošle na zariadenie, na ktorom sa k aktivite vrátil. Každý objekt 
používateľovej činnosti má delegáta objektov, ktorý obnovuje informáciu o stave 
činnosti vo vhodnom čase (Apple, 2014). 
1.4.3 Zberač dokumentov (Document picker) 
Táto funkcia dovoľuje užívateľom pristupovať k dokumentom mimo sandboxu 
aplikácie. Je to jednoduchý mechanizmus na zdieľanie dokumentov medzi aplikáciami, 
ktorý umožňuje zložitejšie pracovné postupy, pretože používatelia môžu jeden 
dokument upravovať vo viacerých aplikáciách (Apple, 2014). 
Zberač dokumentov umožňuje prístup k súborom od mnohých poskytovateľov. 
Vývojári tretích strán môžu sprístupniť ďalších poskytovateľov dokumentov použitím 
rozšírenia Poskytovateľ dokumentov spomínaného v odstavci Rozšírenia aplikácie 
(Apple, 2014). 
1.4.4 AirDrop 
Funkcia AirDrop umožňuje užívateľom zdieľať fotky, dokumenty, URL adresy a iné 
typy dát so zariadeniami nachádzajúcimi sa v blízkosti pomocou Bluetooth. Podpora 
odosielania súborov na iné iOS zariadenia pomocou AirDrop je zabudovaná do už 
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existujúcej triedy UIActivityViewController. Táto trieda má na starosti zobrazenie 
rôznych možností pre zdieľanie stanoveného obsahu (Apple, 2014). 
1.4.5 TextKit 
TextKit je vysokoúrovňový súbor tried, ktorý uľahčuje prácu s textom a znižuje 
množstvo potrebného kódu. Tieto triedy zabezpečujú manipuláciu s textom a detailnú 
typografiu. Pomocou TextKit-u je možné rozmiestniť štylizovaný text do paragrafov, 
stĺpcov, stránok, ale taktiež nastaviť obtekanie textu okolo ľubovolných plôch ako napr. 
okolo grafických prvkov. Ďalším využitím je spravovanie viacerých druhov písma 
(Apple, 2014). 
TextKit zahŕňa nové a rozširuje existujúce triedy, vrátane nasledovných (Apple, 2014): 
• Trieda NSAttributedString bola rozšírená o podporu nových atribútov 
• Trieda NSLayoutManager generuje piktogramy a rozmiestňuje text 
• Trieda NSTextContainer definuje plochy, na ktorých má byť text rozmiestnený 
• Trieda NSTextStorage definuje základné rozhranie pre spravovanie textového 
obsahu 
1.4.6 Multitasking 
Multitasking je schopnosť počítača, resp. 
zariadenia vykonávať viacero úloh 
(procesov) súčasne. V mobilných zariadenia 
je viac ako inde dôležité brať ohľad na výdrž 
batérie, o čo sa snaží aj multitasking model 
v iOS. Keď používateľ stlačí na zariadení 
tlačidlo Domov, aplikácia v popredí sa 
presunie do kontextu vykonávania v pozadí. 
Ak aplikácia nemá žiadnu ďalšiu prácu je 
suspendovaná z aktívnej činnosti do 
„zmrazeného“ stavu, počas ktorého ostáva 
v pamäti, ale nespúšťa žiadny kód 
(nevykonáva žiadne príkazy). Aplikácie, 
ktoré potrebujú vykonať špecifické typy prác 
Obrázok 4: Multitasking na iOS 8 
(Zdroj: Vlastné spracovanie, 2015) 
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môžu požiadať systém o vykonávanie aktivity v pozadí. Ako príklady uvediem 
nasledovné situácie (Apple, 2014): 
• Aplikácia môže požiadať o konečné množstvo času na dokončenie nejakých 
dôležitých úloh 
• Aplikácia, ktorá podporuje špecifické služby (ako prehrávanie zvuku), môže 
požiadať o čas na poskytovanie týchto služieb 
• Aplikácia môže použiť lokálne notifikácie, ktoré vytvárajú upozornenia pre 
užívateľa v stanovených časoch, nezávisle od toho, či aplikácia beží alebo nie 
• Aplikácia môže pravidelne sťahovať zo siete obsah 
• Aplikácia môže sťahovať obsah ako odozvu na push notifikáciu 
1.4.7 Auto Layout – automatická úprava 
Automatická úprava pomáha pri budovaní dynamických rozhraní pri použití veľmi 
malého množstva kódu. Využívaním tejto funkcie vývojár nadefinuje pravidlá pre 
rozloženie prvkov v užívateľskom rozhraní. Tieto pravidlá sú oveľa intuitívnejšie ako 
predchádzajúci model. Príkladom pravidla môže byť tlačidlo, ktorého poloha má byť 
vždy 20 bodov od ľavého okraja rodičovského (nadradeného) pohľadu (Apple, 2014). 
Entity použité pre funkciu Auto Layout sú objekty Objective-C nazvané obmedzenia 
(constraints). Zopár výhod obmedzení (Apple, 2014): 
• Podporujú lokalizáciu, tým že samostatne zamieňajú reťazec znakov, bez 
potreby zásahu do rozmiestnenia 
• Podporujú zrkadlenie prvkov užívateľského rozhrania pre jazyky, v ktorých sa 
číta sprava doľava, ako napríklad arabčina 
• Podporujú lepšie oddelenie funkcií medzi objektmi vo vrstvách pohľad 
a ovládač (zo softvérovej architektúry MVC) 
1.4.8 Storyboards 
Storyboards je nástroj, ktorý zjednodušuje navrhovanie užívateľského rozhrania 
aplikácie. Umožňuje navrhnúť celé užívateľské rozhranie na jednom mieste, kde je 
možné vidieť všetky pohľady a ovládače pohľadov a pochopiť ako celá štruktúra 
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funguje. Dôležitou súčasťou storyboards je možnosť definovať prechody z jedného 
ovládača pohľadov na druhý. Tieto prechody zachytávajú okrem obsahu aj tok 
užívateľského rozhrania. Prechody je možné definovať vizuálne alebo ich inicializovať 
pomocou naprogramovania (Apple, 2014). 
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Obrázok 5: Nástroj Storyboards v programe Xcode 
(Zdroj: Hollemans, 2013) 
 
Pri vývoji aplikácie je možné obsiahnuť celé užívateľské rozhranie v jednom storyboard 
súbore alebo ho pre lepšiu prehľadnosť rozdeliť na viacero častí do viacerých 
storyboards. Pri kompilovaní aplikácie program Xcode rozdelí storyboard súbor na 
viacero oddelených častí, ktoré môžu byť načítané samostatne, čím sa zlepší celkový 
výkon. Vďaka frameworku UIKit, ktorý poskytuje vhodné triedy pre prístup k obsahu 
storyboard z kódu, aplikácia nikdy nemusí pristupovať priamo k oddeleným častiam 
(Apple, 2014). 
1.4.9 Uchovanie stavu užívateľského rozhrania 
Uchovanie stavu poskytuje užívateľom pretrvávajúci komfort, pretože vytvára ilúziu, 
ako keby bola aplikácia stále spustená, aj keď v skutočnosti nebola. Ak je systém 
vystavený nedostatku pamäte, môže byť donútený vypnúť jednu alebo viac aplikácií 
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bežiacich v pozadí. Avšak, keď aplikácia prechádza z popredia do pozadia, môže 
uchovať aktuálny stav pohľadov a ovládačov pohľadov, takže pri ďalšom spustení môže 
použiť informáciu o uchovanom stave a obnoviť predchádzajúcu konfiguráciu 
jednotlivých prvkov, čo navodzuje efekt akoby aplikácia nebola vypnutá (Apple, 2014). 
1.4.10 Služba notifikácie Apple Push 
Služba notifikácie Apple Push predstavuje možnosť ako upozorniť používateľa na nové 
informácie, aj keď aplikácia nie je aktívna. Vďaka tejto službe môžu byť na zariadenie 
zo vzdialeného serveru hocikedy zaslané textové notifikácie, pridané znamenia na 
ikonách aplikácií alebo spustené zvukové upozornenia. Tieto správy upozorňujú 
užívateľov, že majú spustiť aplikáciu, aby dostali súvisiace informácie. Vo verzii iOS 7 
bola sprístupnená možnosť posielať „tiché“ notifikácie, ktoré oznámia aplikácii, že je 
dostupný nový obsah na stiahnutie (Apple, 2014). 
Z pohľadu návrhu aplikácie sú na správne fungovanie push notifikácií potrebné dve 
časti. Po prvé, aplikácia musí požiadať o dodávanie notifikácií a po dodaní ju spracovať. 
Po druhé, je potrebné zabezpečiť proces na strane serveru, ktorý generuje notifikácie. 
Tento proces prebieha na serveri prevádzkovateľa aplikácie, ktorý pri iniciovaní 
notifikácií spolupracuje so službou notifikácie Apple Push (Apple, 2014). 
 
Obrázok 6: Textová notifikácia (naľavo) a notifikácia typu odznak (napravo) 
(Zdroj: Vlastné spracovanie, 2015) 
 
1.4.11 Lokálne notifikácie 
Lokálne notifikácie dopĺňajú mechanizmus push notifikácií tým, že umožňujú 
aplikáciám generovať notifikácie lokálne, namiesto toho, aby sa spoliehali na externý 
server. Aplikácie bežiace v pozadí môžu použiť lokálne notifikácie na upozornenie 
užívateľa pri dôležitých udalostiach. Ako príklad môžem uviesť navigáciu bežiacu 
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v pozadí, ktorá môže použiť lokálnu notifikáciu na upozornenie užívateľa, keď je 
potrebné odbočiť. Lokálne notifikácie je možné aj dopredu naplánovať na určitý dátum 
a čas, tak aby boli zobrazené aj v prípade, keď nie je daná aplikácia spustená. 
Výhodou lokálnych notifikácií je ich nezávislosť od konkrétnej aplikácie. O zobrazenie 
notifikácie sa po jej naplánovaní postará systém a preto aplikácia, ktorá notifikáciu 
naplánovala nemusí byť spustená (Apple, 2014). 
1.4.12 Rozpoznávanie gest 
Rozpoznávanie gest na iOS vie identifikovať bežné typy gest a poskytuje konzistentné 
správanie naprieč celým systémom. Ich použitie je jednoduché a prebieha tak, že sa 
rozpoznávanie konkrétneho druhu gesta pripojí k pohľadu a potom sa mu priradí akcia, 
ktorá má byť vykonaná, keď sa toto gesto objaví. Rozpoznávanie gest má na starosti 
najťažšiu prácu od zaznamenávania dotyku až po jeho vyhodnotenie, resp. priradenie 
gesta. Všetky rozpoznávania gest sú založené na triede UIGestureRecognizer, ktorá 
definuje základné správanie (Apple, 2014). 
Základné typy rozpoznávaných gest (Apple, 2014): 
• Ťuknutie (Tapping) – rozpoznáva akýkoľvek počet ťuknutí 
• Priťahovanie (k sebe) a odťahovanie (od seba) dvoch prstov (Pinch in/out) – 
používané na priblíženie a oddialenie 
• Ťahanie (Dragging) – môže byť použité na premiestňovanie objektov na 
obrazovke 
• Potiahnutie (Swiping) – použité napríklad pri odomykaní zariadenia, ktoré 
funguje v ľubovolnom smere 
• Otáčanie (Rotating) – prsty sa pohybujú v opačnom smere 
• Dlhé stlačenie (Long press) – použité napríklad na prístup k ďalším funkciám 
 
Správanie rozpoznávania je možné prispôsobiť potrebám jednotlivých aplikácií. 
Príkladom prispôsobenia môže byť rozpoznávanie ťuknutia, ktoré zavolá priradenú 
akciu po určitom počte ťuknutí (Apple, 2014). 
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1.5 Vrstva Media 
Vrstva Media obsahuje grafické, audio a video technológie zabezpečujúce 
multimediálny zážitok v aplikáciách. Technológie tejto vrstvy sú prispôsobené 
k zjednodušeniu návrhu dobre vyzerajúcej aplikácie (Apple, 2014). 
1.5.1 Grafické technológie 
Dôležitou súčasťou každej aplikácie je kvalitná grafika. iOS poskytuje veľké množstvo 
technológií pomáhajúcich pri implementácii vlastných grafických prvkov. UIKit 
architektúra poskytuje jednoduchý a rýchly spôsob ako využívať štandardné 
a preddefinované ovládacie prvky, ale takisto pokročilé nástroje, pomocou ktorých je 
možné vytvárať vlastné pohľady a bohatšie grafické prvky (Apple, 2014). 
Medzi tieto technológie patria (Apple, 2014): 
• UIKit grafika – UIKit definuje vysokoúrovňovú podporu pre kreslenie 
obrázkov, a animovanie obsahu v pohľadoch. Okrem podpory kreslenia, UIKit 
poskytuje rýchly a efektívny spôsob na renderovanie obrázkov a obsahu 
založeného na texte. Aj pohľady môžu byť animované, buď explicitne alebo 
použitím dynamiky UIKit, tak aby poskytovali spätnú odozvu a propagovali 
užívateľskú interaktivitu. 
• Core Graphics (známe aj ako Quartz) je natívnym kresliacim prostriedkom, 
ktorý zabezpečuje stvárnenie vektorovej a rastrovej 2D grafiky. Napriek tomu, 
že nie je až taký rýchly ako OpenGL ES, používa sa na dynamické stvárňovanie 
vlastných 2D útvarov a obrázkov. 
• Core Animation je súčasťou Quartz a je to základná technológia, ktorá 
optimalizuje animačný zážitok v aplikáciách. Pohľady UIKit používajú túto 
technológiu na zabezpečenie animácií na úrovni pohľadov. Priamy prístup 
k tejto technológii umožňuje získať väčšiu kontrolu nad správaním animácií. 
• Core Image poskytuje pokročilú podporu pre nedeštruktívne manipulovanie 
s videom a obrázkami. Nájdeme tu veľké množstvo efektívnych filtrov pre 
úpravu obrázkov alebo funkciu na rozoznávanie QR-kódu. 
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• TextKit a Core Text, ako už názvy napovedajú, spadajú pod technológie 
spravujúce text a zabezpečujúce detailnú typografiu. TextKit bol spomenutý už 
aj v kapitole Vrstva CocoaTouch. Core Text sa líši hlavne tým, že je to 
framework nižšej úrovne založený na jazyku C, ktorý je určený na zvládnutie 
pokročilej typografie a úpravy. 
• Image I/O poskytuje rozhrania na čítanie a zapisovanie väčšiny obrazových 
formátov. Umožňuje napríklad importovať a exportovať údaje a metadáta 
o obrázkoch. 
• Knižnica Photos poskytuje prístup k používateľovým fotkám, videám a iným 
druhom médií vrátane fotiek v iCloude, tak ako systémová aplikácia Fotky. 
Najčastejšie sa tento framework využíva na miestach, kde je žiadané spojiť 
užívateľov obsah s aplikáciou. Umožňuje zobraziť fotky alebo načítať ich 
náhľady do medzipamäte (cache pamäte), žiadať zmeny nad súbormi, pozorovať 
zmeny uskutočnené inými aplikáciami alebo ich upravovanie s možnosťou 
návratu do pôvodného stavu. 
1.5.2 Zvukové technológie 
Zvukové (audio) technológie dostupné v iOS zabezpečujú prehrávanie a nahrávanie 
zvuku vo vysokej kvalite, poradia si s MIDI obsahom a umožňujú pracovať 
s preddefinovanými zvukmi v zariadení. V zozname nižšie, sú spomenuté audio 
frameworky zoradené od najvyššej úrovne po tú najnižšiu (Apple, 2014): 
• Framework Media Player je vysoko úrovňový rámec poskytujúci jednoduchý 
prístup k užívateľovej iTunes knižnici a umožňujúci prehrávanie skladieb 
a playlistov (zoznamov skladieb). Tento framework sa používa, ak je potrebná 
rýchla integrácia do aplikácie a nie je nutné regulovať prehrávanie. 
• AV Foundation je Objective-C rozhranie zabezpečujúce nahrávanie 
a prehrávanie audia a videa. V aplikáciách sa používa pre nahrávanie zvuku 
a keď je potrebné detailné ovládanie procesu prehrávania. 
• OpenAL je technológia, ktorá je priemyselným štandardom pre dodávanie 
pozičného zvuku. Obľúbená je najmä medzi vývojármi hier, ktorým poskytuje 
sadu multiplatformových rozhraní. 
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• Core Audio je sada frameworkov poskytujúca ako jednoduché, tak aj vyspelé 
rozhrania na nahrávanie a prehrávanie audio a MIDI obsahu. Určená je pre 
pokročilých vývojárov, ktorí potrebujú mať detailnú kontrolu nad zvukom. 
1.5.3 Video technológie 
Video technológie poskytujú podporu pre správu statického videoobsahu v aplikácii 
alebo prehrávanie streamovaného obsahu z internetu. V zariadeniach s patričným 
hardvérom umožňujú video nahrávať a začleniť do aplikácie (Apple, 2014). 
• Trieda UIImagePickerController je ovládač pohľadu, umožňujúci zvoliť 
multimediálne súbory používateľa. Tento ovládač pohľadu sa môže opýtať 
užívateľa, či chce vybrať existujúci obrázok alebo video alebo mu umožní 
nasnímať nový obsah. 
• Framework AVKit poskytuje sadu jednoduchých rozhraní na prezentovanie 
videa. Podporuje prehrávanie videa na celú plochu aj na časti plochy a poskytuje 
podporu pre voliteľné ovládače prehrávania. 
• AV Foundation poskytuje pokročilé schopnosti prehrávania a nahrávania videa. 
Používa sa v prípadoch, keď vývojár potrebuje väčšiu kontrolu nad 
prezentovaním alebo nahrávaním videa. Príkladom použitia môžu byť aplikácie 
s rozšírenou realitou alebo zakomponovaním živého videa medzi ostatný obsah 
aplikácie. 
• Core Media definuje nízkoúrovňové dátové typy a rozhrania umožňujúce 
manipuláciu s multimediálnym obsahom. Používa sa len výnimočne 
v prípadoch, keď je potrebná jedinečná kontrola nad videoobsahom. 
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1.6 Vrstva Core Services 
Vrstva Core Services obsahuje základné systémové služby pre aplikácie. Kľúčovými 
medzi týmito službami sú Core Foundation a rámce Foundation, ktoré definujú 
základné typy používané všetkými aplikáciami. Táto vrstva obsahuje aj jednotlivé 
technológie podporujúce funkcie ako zistenie polohy, iCloud, sociálne siete alebo 
sieťové služby (Apple, 2014). 
1.6.1 Blokové objekty 
Blokové objekty predstavujú konštrukcie na úrovni jazyka C, ktoré je možné začleniť 
do vlastného C alebo Objective-C kódu. Blokový objekt je v podstate anonymná 
funkcia a údaje, ktoré idú s touto funkciou – jedná sa o niečo, čo sa v iných jazykoch 
niekedy nazýva ako uzavretie alebo lambda. Bloky sú naozaj užitočné ako spätné 
volania (callbacks) alebo v miestach, kde je potrebné ľahko skombinovať kód 
a príslušné údaje (Kelley, 2012). 
V rámci iOS sú bloky bežne využívané v nasledujúcich prípadoch (Apple, 2014): 
• Ako náhrada delegátov a delegačných metód 
• Ako náhrada funkcií spätných volaní 
• Na uľahčenie vykonania úlohy nad všetkými prvkami v skupine 
• Na vykonávanie asynchrónnych úloh 
1.6.2 Ochrana údajov 
Funkcia ochrany údajov umožňuje aplikáciám, ktoré pracujú s citlivými údajmi 
používateľov, využiť zabudované šifrovanie dostupné na niektorých zariadeniach. Ak 
aplikácia označí nejaký súbor za chránený, systém ho uloží na disk v zašifrovanom 
formáte. Pokiaľ je zariadenie zamknuté, obsah tohto súboru je neprístupný ako pre 
aplikáciu, tak aj pre potenciálnych votrelcov. V momente, keď je zariadenie odomknuté, 




SQLite knižnica umožňuje vloženie odľahčenej SQL databázy do aplikácie tak, aby 
nemusel bežať proces vzdialeného databázového servera. Z aplikácie je možné vytvoriť 
lokálne súbory databázy a spravovať v nich tabuľky a záznamy. Táto knižnica je 
navrhnutá pre všeobecné použitie a zároveň je optimalizovaná pre poskytovanie 
rýchleho prístupu k záznamom v databáze (Apple, 2014). 
1.7 Frameworky vrstvy Core Service 
1.7.1 Core Data Framework 
Core Data Framework je technológia, ktorá má na starosti správu dátového modelu 
v zmysle MVC vzoru. Core Data je určená pre použitie v aplikáciách, ktoré už majú 
vysoko štruktúrovaný dátový model. Namiesto definovania dátovej štruktúry pomocou 
programovania je v Xcode dostupný grafický nástroj. Počas behu aplikácie framework 
Core Data vytvorí, spravuje a sprístupňuje inštancie entít dátového modelu (Apple, 
2014). 
Súbor základných objektov, ktoré umožňujú fungovanie Core Data sa nazýva Core Data 
Stack. Kľúčové sú najmä objekty NSManagedObject, NSPersistentStoreCoordinator 
a NSManagedObjectContext (Apple, 2014). 
1.7.2 Core Foundation Framework 
Core Foundation Framework je súbor rozhraní založených na jazyku C, ktoré poskytujú 
základný manažment údajov. Obsahuje podporu pre nasledujúce funkcie (Apple, 2014): 
• Štruktúrované dátové typy (pole, sada, atď.) 
• Balíky 
• Manažment reťazcov (dátový typ String) 
• Manažment dátumu a času 
• Manažment predvolieb 
• Manipulácia s URL a tokom dát 
• Vlákna a cykly 
• Komunikačné porty 
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Core Foundation Framework úzko súvisí s Foundation framework, ktorý poskytuje 
Objective-C rozhrania pre rovnaké základné funkcie. Ak je v aplikácii nutné použiť 
typy z Core Foundation aj Foundation Framework je možné využiť tzv. „toll-free 
bridging“. V podstate to umožňuje zameniteľnosť dátových typov z oboch spomínaných 
rámcov pri použití niektorých metód a funkcií z jedného zo spomínaných rámcov 
(Apple, 2014). 
1.7.3 Core Location Framework 
Tento rámec poskytuje aplikácii informácie o polohe. Na získanie týchto informácií 
využíva zabudované GPS, telefónny prijímač a Wi-Fi prijímač, pomocou ktorých určí 
aktuálnu zemepisnú šírku a dĺžku. Táto technológia môže byť využitá v aplikáciách pri 
poskytovaní informácií založených na aktuálnej polohe používateľa. Core Location 
poskytuje takisto informácie založené na kompase a prístup k magnetometru (Apple, 
2014). 
1.7.4 Foundation Framework 
Ako už bolo spomínané, Foundation Framework poskytuje „Objective-C obal“ pre 
väčšinu funkcií z Core Foundation Framework a rozširuje ich o nasledovné (Apple, 
2014): 
• Internacionalizácia 
• Podpora cache 
1.7.5 System Configuration Framework 
System Configuration Framework poskytuje rozhrania dostupnosti, ktoré je možné 
použiť na zistenie sieťovej konfigurácie zariadenia. Na základe toho je možné určiť, či 
zariadenie používa Wi-Fi alebo mobilné pripojenie a či je možné pristupovať ku 
konkrétnemu hostiteľskému serveru (Apple, 2014). !  
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1.8 Vrstva Core OS 
Vrstva Core OS obsahuje nízkoúrovňové funkcie, na ktorých je založená väčšina 
ostatných technológií. K týmto technológiám sa málokedy pristupuje priamo, zvyčajne 
sú používané inými rámcami z vyšších vrstiev (Apple, 2014). 
1.8.1 Accelerate Framework 
Accelerate Framework obsahuje rozhrania na vykonávanie výpočtov spracovania 
digitálneho signálu, lineárnej algebry a spracovania obrázkov. Výhodou tohto rámca je, 
že ním poskytované rozhrania sú kompatibilné s ľubovoľnou konfiguráciou dostupnou 
v iOS zariadeniach. Zaručuje tak efektívne fungovanie toho istého kódu na všetkých 
zariadeniach (Apple, 2014). 
1.8.2 Security Framework 
Okrem vstavaných bezpečnostných funkcií poskytuje iOS explicitný bezpečnostný 
rámec, ktorý je možné použiť na garanciu bezpečnosti dát spravovaných aplikáciou. 
Tento rámec poskytuje rozhrania na spravovanie certifikátov, verejných a privátnych 
kľúčov a zásad dôveryhodnosti. Podporuje generovanie kryptograficky bezpečných 
pseudonáhodných čísiel a takisto uchovávanie certifikátov a kryptografických kľúčov 
v tzv. „keychain“, čo je bezpečné úložisko pre citlivé užívateľské údaje (Apple, 2014). 
1.8.3 System 
System zahŕňa jadro, ovládače a nízkoúrovňové UNIX rozhrania operačného systému. 
Spravuje systém virtuálnej pamäte, vlákna, súborový systém a komunikáciu medzi 
procesmi. Ovládače v tejto vrstve takisto poskytujú rozhranie medzi dostupným 
hardvérom a systémovými rámcami (Apple, 2014). ! !
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2.2 Vývoj odvetvia 
Pre posúdenie rentability služby, ktorú plánuje spoločnosť ABC s.r.o. spustiť, je 
dôležitým aspektom vývoj v odvetví výroby elektrickej energie z biomasy, ktorý nám 
hovorí akým smerom sa uberá celková svetová spotreba biomasy. Globálny trend 
znižovania závislosti na neobnoviteľných zdrojoch (predovšetkým na fosílnych 
palivách) a prechod na obnoviteľné zdroje už ako-tak naznačuje, že v prípade dopytu po 
biomase by sa malo jednať o postupný rast. Túto skutočnosť potvrdzujú aj údaje 
získané zo stránok Americkej Energetickej informačnej agentúry (U.S. EIA), ktorých 
grafické znázornenie je možné vidieť na Graf 1. V grafe je zobrazený vývoj produkcie 
elektrickej energie z biomasy a odpadov v miliónoch terawatt-hodín od roku 2005 po 
najnovšie dostupné údaje z roku 2012. Napriek tomu, že v grafe nie sú údaje 
z posledných dvoch rokov, je možné predpokladať pokračujúci trend rastu. Z grafu je 
zrejmé, že najviac elektrickej energie z biomasy sa produkuje v Európe, pričom na 
druhom mieste vystriedal Severnú Ameriku región Ázie a Oceánie. To znamená, že sa 
dá očakávať rast spotreby biomasy, čo by malo mať priaznivý vplyv na vývoj 
príležitostí pre analyzovanú firmu a jej plánovanú službu. 
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Graf 1: Produkcia elektrickej energie z biomasy a odpadov podľa regiónov 













Pre potvrdenie skutočností získaných na základe údajov od EIA som spracoval aj údaje 
z Eurostatu, ktoré sú zobrazené v Grafe 2. Údaje sa kvôli použitiu inej metodiky nedajú 
priamo porovnávať s údajmi získanými z agentúry U.S. EIA, avšak ešte presnejšie 
reprezentujú vývoj v odvetví, z ktorého sú zákazníci analyzovanej spoločnosti. 
V Grafe 2 je zobrazený vývoj produkcie elektrickej energie z pevných biopalív (bez 
dreveného uhlia) od roku 2005 do roku 2013. Z grafu je zrejmé, že sa produkcia 
elektrickej energie z pevných biopalív z roka na rok zvyšuje. Vzhľadom na dlhodobé 
ciele EÚ podporovať využívanie obnoviteľných zdrojov môžeme očakávať rastúci trend 
aj v ďalších rokoch. S rastúcou produkciou elektrickej energie z biomasy priamo súvisí 
spotreba biomasy a teda aj obrat na trhu s biomasou. 
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Graf 2: Produkcia elektrickej energie z pevných biopalív (bez dreveného uhlia) 











2.3 Vývoj v oblasti mobilných zariadení 
V posledných rokoch sme mohli byť svedkami výrazného rozšírenia mobilných 
zariadení ako sú smartfóny a tablety. Ich vývoj napredoval míľovými krokmi 
a v dnešnej dobe sú natoľko výkonné a sú na ne dostupné tak pokročilé aplikácie, že 
dokážu v mnohých prípadoch nahradiť klasické desktopové počítače a notebooky. 
Podľa odhadov by mali byť v tomto roku prekonané dve hranice v počte používateľov 
smartfónov, ktorých by malo byť viac ako 2 miliardy, a takisto používateľov tabletov, 
ktorých počet by mal prekonať 1 miliardu. (eMarketer, 2014; eMarketer, 2015). 
Vzhľadom na to, že ľudia si zvykli na používanie mobilných zariadení, nie je 
prekvapujúce, že ich čoraz viac využívajú aj v pracovnom prostredí. 
Od uvedenia prvého iPhone, ktorý do veľkej miery ovplyvnil vývoj smartfónov 
v ďalších rokoch ubehlo 8 rokov. Na trhu je veľmi veľké množstvo výrobcov, na čele so 
Samsungom, Apple, Lenovom a ďalšími. Z pohľadu mobilných operačných systémov 
sú na trhu výraznými hráčmi Google s najväčším podielom 76,6% so svojím 
Androidom, Apple s podielom 19,7% s iOS a nakoniec Microsoft, ktorého Windows 
Phone má 2,8% podiel. BlackBerry OS a systémy iných výrobcov majú tržný podiel 
pod 1%. Vývoj podielu od posledného kvartálu roku 2011 po koniec roka 2014 je 
možné vidieť na Grafe 3. 
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Graf 3: Vývoj podielu OS pre smartfóny na svetovom trhu 




Ak sa však pozrieme na štatistiky používaných mobilných operačných systémov na 
Grafe 4, v ktorých sú zahrnuté ako smartfóny, tak aj tablety, situácia je výrazne odlišná. 
Mobilný operačný systém Android je stále na čele, tentokrát s 46,9%, ale iOS je na 
druhom mieste v pomerne tesnom závese s 42,6%. 
Zaujímavou je takisto štatistika prechodu užívateľov na najnovšiu verziu mobilných 
operačných systémov, v ktorej má iOS od Apple značne navrch oproti Androidu od 
spoločnosti Google. Táto skutočnosť poukazuje najmä na to, že pre mnohých 
používateľov Android zariadení nemusia byť dostupné najnovšie verzie aplikácií, 
v prípade, že boli pri vývoji použité funkcie, ktoré priniesla najnovšia verzia 
operačného systému. Mobilný OS 
Windows Phone od Microsoftu je na 
tom takisto výrazne lepšie ako 
najrozšírenejší Android. Konkrétne 
podiely jednotlivých verzií mobilných 
OS Android, iOS a Windows Phone sú 
zobrazené na Grafe 5. Ako je možné 
na priložených grafoch vidieť, 
najnovšia verzia Androidu 5.0 
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Graf 4: Podiel OS pre smartfóny a tablety 
(Zdroj: Net Applications, 2015) 
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zariadení, nasledovaná verziou 4.4 Kitkat, ktorá má podiel 41%. Najrozšírenejšou je až 
verzia 4.1-4.3 s kódovým označením Jelly Bean s podielom 43%. Naproti tomu podiel 
na mobilných zariadeniach od Apple, má najnovšia verzia iOS 8 75% podiel a verzia 
iOS 7 je na 22% zariadení. Staršie verzie predstavujú zanedbateľné 3%. V prípade 
zariadení s Windows Phone takisto ako u zariadení s iOS je najrozšírenejšia najnovšia 
verzia 8.1, ktorá mala k decembru 2014 podiel 58%. 
2.3.1 Vývoj na trhu Apple App Store 
Rozšírenie smartfónov a tabletov ide ruka v ruke s nárastom počtu aplikácií určených 
pre tieto zariadenia. V tejto časti som sa zameral na analýzu viacerých ukazovateľov na 
trhu aplikácií pre mobilné zariadenia s iOS, ktorým je Apple App Store. Apple App 
Store bol spustený pri predstavení prvej generácie iPhone v júli 2008. 
V súčasnosti je na Apple App Store dostupných viac ako 1,3 milióna aplikácií, pričom 
rok po otvorení, v júli 2009, bolo dostupných iba 65 tisíc. Lepšiu predstavu 
o dramatickom raste počtu aplikácií od spustenia Apple App Store je možné vidieť na 







Graf 5: Zastúpenie verzií jednotlivých mobilných OS 
(Zdroj: Android, 2015; Apple, 2015b; Martin, 2014)  
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Graf 6: Počet aplikácií na Apple App Store od jeho vzniku až po september 2014 
(Zdroj: Statistia, 2015a) 
 
Nemenej populárnym je medzi používateľmi, ktorý si za obdobie jeho fungovania 
stiahli už 75 miliárd aplikácií. Vývoj počtu stiahnutých aplikácií je zobrazený na 
Grafe 7. 
!
Graf 7: Počet stiahnutých aplikácií z Apple App Store (v miliardách) 
(Zdroj: Statistia, 2015b) 
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2.4 Vývoj aplikácie pre iOS 
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3 Vlastný návrh riešenia 
V tejto časti sa budem venovať návrhu riešenia aplikácie pre mobilný operačný systém 
iOS. Na začiatku zhrniem možnosti vývoja aplikácie a popíšem vývojové prostriedky, 
ktoré budem pri vývoji aplikácie používať, a ich inštaláciu. Dôležitou súčasťou bude aj 
návrh užívateľského rozhrania a výber vhodných ovládacích prvkov. Po tom ako bude 
všetko pripravené bude v ďalšej fáze nasledovať samotný vývoj aplikácie. 
3.1 Natívna vs. Cross-platformová aplikácia 
Vývoj aplikácie môže prebiehať dvoma spôsobmi. V prípade natívnej aplikácie sa musí 
pre každú platformu vyvíjať aplikácia zvlášť, zatiaľ čo výsledkom multiplatformového 
vývoja by bola aplikácia, ktorú je možné spustiť na zariadeniach s rôznymi operačnými 
systémami. Na prvý pohľad by sa zdalo, že možnosť vyvíjať jednu aplikáciu pre všetky 
platformy je rozhodne výhodnejšia najmä kvôli menšej náročnosti na zdroje. Avšak po 
preštudovaní rôznych názorov od vývojárov a firiem zaoberajúcich sa vývojom 
mobilných aplikácií spoločnosť nakoniec zvolila cestu vývoja natívnych aplikácií. Toto 
rozhodnutie bolo prijaté aj na základe skúseností iných firiem, ktoré zo začiatku vyvíjali 
multiplatformové aplikácie, ale nakoniec prešli na vývoj natívnych aplikácií. Medzi 
takýmito spoločnosťami nájdeme napríklad významné mená ako Facebook alebo 
LinkedIn. Multiplatformové aplikácie sa väčšinou spoliehajú na technológie ako 
HTML, CSS, a Javascript (Abrosimova, 2014). 
Aplikácie vytvorené ako „mobilné webové stránky“ trpia na slabý výkon, práve kvôli 
JavaScript-ovým prvkom, ktoré sú príliš pomalé a pri ovládaní nepôsobia prirodzene 
(Abrosimova, 2014). 
Druhým typom aplikácií je tzv. hybridná aplikácia spájajúca mobilné webové stránky 
a natívnu vrstvu aplikácie pre každú platformu. Problémom tohto riešenia sú 
nezdokumentované frameworky a pridanie ďalšej vrstvy, ktorá prináša riziko 




Výhody, ktoré boli hlavným dôvodom rozhodnutia spoločnosti o vývoji natívnych 
aplikácií som zhrnul do nasledujúcich štyroch bodov: 
• Rýchlejší beh kódu 
• Nové funkcie sú dostupné skôr a ľahšie 
• Funkcie súvisiace s hardvérom ako gestá, multidotykové udalosti a geolokačné 
služby je možné ľahšie implementovať pomocou natívnych technológií 
• Dizajn aplikácií pre iOS sa líši od dizajnu aplikácií pre Android. Zaužívané 
konvencie v oblastiach užívateľského prostredia a celkového užívateľského 
dojmu sú odlišné 
3.2 Prostriedky pre vývoj 
Pre vývoj natívnej iOS aplikácie je potrebné mať počítač od spoločnosti Apple s 
nainštalovaným operačným systémom Mac OS X, najlepšie v jeho najnovšej verzii 
Yosemite 10.10 ako aj iOS Software Development Kit (SDK), ktorý obsahuje nástroje 
potrebné k samotnému vývoju. Nájdeme tu napríklad vývojové prostredie Xcode, iOS 
simulátor, natívne frameworky a debuggovacie nástroje (Keur, 2014). 
Inštalácia aplikácie Xcode je veľmi jednoduchá. Apple svoje aplikácie distribuuje 
pomocou centralizovaného obchodu Apple App Store, na ktorý je užívateľ 
presmerovaný aj v prípade, že sa ho rozhodne stiahnuť pomocou odkazu na stránkach 
developerského centra spoločnosti. Aplikácia Xcode je k dispozícii zadarmo, avšak na 
jej stiahnutie je nutné mať Apple ID, ktoré sa používa naprieč všetkými službami 
poskytovanými spoločnosťou Apple. Po prihlásení a prevzatí sa aplikácia automaticky 
nainštaluje. Spolu s aplikáciou Xcode sa stiahnu aj potrebné frameworky a podporné 
nástroje vrátane spomínaného iOS simulátora, ktorý slúži na spúšťanie aplikácií 
v prostredí operačného systému, bez nutnosti ich zakaždým spúšťať na príslušnom 
zariadení. V simulátore je možné simulovať rôzne zariadenia, a preto nie je nutné ich 
všetky vlastniť. V prípade, že potrebujeme aplikáciu testovať na fyzickom zariadení je 
nutné mať spoplatnený vývojársky účet, ktorý je potrebný aj pre distribúciu aplikácie 
pomocou iTunes App Store (Knaster, 2012). 
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3.3 Koncepcia užívateľského rozhrania 
Po nainštalovaní potrebných programov je po technickej stránke všetko pripravené na 
začatie vývoja aplikácie. Dôležitým krokom by mal byť aj návrh užívateľského 
rozhrania, ktorého ovládanie a prívetivosť môžu byť rozhodujúcimi faktormi 
pri úspechu aplikácie u užívateľov a preto by sa mu mal venovať náležitý čas. 
Pri návrhu som vychádzal z prostredí už existujúcich aplikácií, v ktorých som si všímal 
najmä množstvo krokov potrebných k dosiahnutiu nejakej akcie, jednoduchosť 
a intuitívnosť ovládania. Na základe týchto pozorovaní som potom navrhol viacero 
konceptov užívateľského prostredia, ktoré sa líšili druhom použitých ovládacích prvkov 
a takisto ich rozličným rozmiestnením. 
3.3.1 Koncept „Hamburger menu“ 
Vo veľkom množstve aplikácií som sa stretol s takzvaným „hamburger menu“, čo je 
tlačidlo, ktoré po kliknutí otvorí ponuku s viacerými položkami. Toto menu som 
zakomponoval aj do viacerých návrhov užívateľského rozhrania a reálne som uvažoval 
nad jeho použitím hlavne preto, že je možné pod neho ukryť ponuku s množstvom 
položiek, ktoré zo začiatku nezaberajú plochu na displeji. Napriek tomu, táto výhoda 
ani zďaleka nekompenzuje nevýhody, ktoré takéto menu prináša. Na internete som 
našiel veľké množstvo článkov zaoberajúcich sa tematikou „hamburger menu“ a tejto 
téme sa venoval dokonca aj špecialista na užívateľský komfort spoločnosti Apple 
v prednáške Návrh intuitívneho užívateľského komfortu (z angl. Designing Intuitive 
User Experiences). V tejto prednáške spomenul aj tri základné princípy intuitívneho 
navigačného systému. Užívateľ by mal byť schopný vyčítať z aktuálnej obrazovky 
informácie na zodpovedanie nasledujúcich otázok: 
• Kde sa nachádzam? 
• Kam sa ešte môžem dostať? 
• Čo nájdem, keď sa tam dostanem? 
„Hamburger menu“ v tomto prípade neposkytuje užívateľovi žiadne informácie na 
zodpovedanie prvých dvoch otázok. Porušenie odporúčaných princípov ešte nič 
neznamená, avšak reálne skúsenosti vývojárov a viaceré výskumy ukázali, že 
používatelia v prípade použitia „hamburger menu“ nenavštevujú ostatné sekcie 
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aplikácií, tak často ako v prípade použitia iného druhu ponuky. To znamená, že 
nevyužívajú celý potenciál aplikácie, čo je výsledkom toho, že užívatelia nevedia, čo 
všetko im aplikácia poskytuje (Limcaco, 2014; Stern, 2014). 




Obrázok 8: Použitie hamburger menu v aplikácii Amazon 
(Zdroj: Vlastné spracovanie, 2015) 
 
Na prvom screenshote zľava na Obrázku 8 je červenou farbou zakrúžkovaná ikonka 
„hamburger menu“. Po stlačení sa zobrazí ponuka, ktorú je možné vidieť na screenshote 
vpravo hore. Posledný screenshot vpravo dole zobrazuje obrazovku po výbere položky 
z ponuky. 
Okrem nevýhody spomínanej vyššie je možné na týchto obrázkoch vidieť ďalšiu, ktorou 
je umiestnenie dvoch tlačidiel v hornom ovládači, buď na pravej alebo ľavej strane, čo 
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môže potenciálne viesť k stlačeniu nesprávneho tlačidla a táto skutočnosť takisto do 
istej miery ovplyvňuje užívateľský komfort ovládania. 
Vzhľadom na uvedené nevýhody som návrhy obsahujúce „hamburger menu“ vyradil 
a sústredil som sa na alternatívne riešenia. Ovládacím prvkom, ktorý zobrazuje viacero 
sekcií aplikácie je takzvaný Tab bar. Tab bar je lišta so záložkami na spodku obrazovky, 
ktorá sa tu nachádza permanentne. Je na nej zvýraznená záložka sekcie, v ktorej sa 
užívateľ práve nachádza a zároveň na nej vidí aj ostatné sekcie, ktoré sú mu prístupné 
jediným ťuknutím. Prípad, keď má aplikácia príliš veľa sekcií sa rieši použitím záložky 
Viac, cez ktorú sa užívateľ dostane na rozšírenú ponuku. Optimálne je možné v lište 
zobraziť na iPhone päť záložiek. Príklad lišty s piatimi záložkami aj s použitím záložky 
Viac je na Obrázku 9. 
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Obrázok 9: Tab bar v aplikácii Facebook 
(Zdroj: Constine, 2014) 
 
V návrhu som sa preto rozhodol zakomponovať lištu so záložkami, ktorú dopĺňajú 
navigačné ovládacie prvky v hornej lište ovládača. Na spodnej lište sa nachádzajú 
záložky Domov, Správy a Účet. Vďaka tomu, že sa na spodnú lištu zmestí až päť 
záložiek, nebude problém v budúcnosti pridať do aplikácie nové sekcie, tak aby sa ich 
odkazy nachádzali priamo na spodnej lište so záložkami. 
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3.3.2 Domov 
Hlavnou časťou sekcie Domov je zoznam ponúk, ktoré sa nachádzajú na portáli služby. 
V mojom návrhu sú jednotlivé ponuky zobrazené v bunkách (v základnom zobrazení 
v riadkoch). Dizajn bunky je navrhnutý tak, aby užívateľom poskytoval základné 
informácie o ponuke. Na pravej strane bunky je umiestnený obrázok a vľavo od neho sa 
nachádzajú informácie ako názov, dátum pridania ponuky a cena. 
Na spodnej strane obrazovky je umiestnená už vyššie spomínaná lišta so záložkami 
a v hornej lište napravo sa nachádza tlačidlo pridania novej ponuky. V hornej časti sa 
medzi zoznamom ponúk a hornou lištou nachádza pole vyhľadávania, ktoré sa pri 
skrolovaní dole skryje a pri opačnom pohybe sa znova zobrazí. 
Detailné informácie o ponuke sa užívateľovi zobrazia po ťuknutí na bunku ponuky. Na 
väčšej obrazovke iPadu sa v zobrazení na šírku bude zoznam nachádzať v stĺpci na 
pravej strane obrazovky a detailné informácie o ponuke budú zobrazené naľavo od 
zoznamu. V zobrazení na výšku sa zoznam vysúva sprava a prekryje časť detailného 
zobrazenia. Takéto riešenie, použité napríklad aj v systémovej aplikácii Mail, je 
zobrazené na Obrázku 10. 
Obrázok 10: Systémová aplikácia Mail, zoznam naľavo a detailné zobrazenie napravo 
(Zdroj: Ritchie, 2014) 
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3.3.3 Správy 
Záložka Správy bude používať rovnaké usporiadanie ako záložka Domov. Jej 
základným zobrazením bude zoznam konverzácií, ktorý sa bude nachádzať 
v rozšírenom zobrazení naľavo. V detailnom pohľade sa po výbere konverzácie zobrazí 
zoznam jednotlivých správ a rozhranie na napísanie novej správy. Každá správa sa bude 
nachádzať v samostatnej bunke, ktorá bude obsahovať meno odosielateľa a čas 
odoslania, pričom bunky budú združené do sekcií podľa dátumu. Vzhľadom na 
chýbajúci server táto záložka nie je v prototype aplikácie implementovaná. 
3.3.4 Účet 
Záložka Účet bude obsahovať prihlasovacie informácie, nastavenia, históriu pridaných 
položiek a takisto tlačidlo na odhlásenie sa. Takisto tu bude dostupný formulár na 
úpravu a pridávanie informácií o osobe, ktorá je práve prihlásená. Tak ako záložka 
Správy, ani táto nie je kvôli chýbajúcej serverovej strane zatiaľ implementovaná. 
3.4 Založenie projektu 
Na založenie nového projektu v Xcode existujú dve cesty. Jednou z nich je ponuka, 
ktorá sa zobrazí pri spustení vývojového prostredia Xcode, na ktorej nájdeme nedávno 
otvorené projekty a odkazy, medzi ktorými je aj Založenie nového projektu. Po kliknutí 
na túto možnosť sa spustí sprievodca založenia nového projektu. Štandardnou 
možnosťou je v ponuke programu vybrať File > New > New Project (Keur, 2014). 
Prvý krok sprievodcu je výber vhodnej šablóny, podľa typu aplikácie. Na výber je päť 
rôznych šablón, z ktorých som vybral typ Master-Detail Application používajúci ako 
základ ovládač UISplitViewController. Usporiadanie tohto typu zodpovedá vyššie 
spomínanému zoznamu na pravej strane a detailnému náhľadu na ľavej, v prípade 
iPhone je to zoznam, ktorý po výbere položky prejde do zobrazenia podrobného 
náhľadu. 
V ďalšom kroku je potrebné zadať údaje, ktoré sú potrebné pre vytvorenie projektu. Je 
potrebné vyplniť názov aplikácie, organizácie a je možné si zvoliť v akom jazyku bude 
aplikácia písaná, pričom na výber je Objective-C a Swift. Ako pracovný názov som 
zvolil Biomass Trader. Aplikácia bude písaná v jazyku Objective-C, pričom bude 
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určená na všetky typy zariadení, preto som zvolil možnosť Universal v položke 
Devices. Ako posledné je potrebné zaškrtnúť, či bude aplikácia používať framework 
Core Data, ktorý má na starosti správu dátového modelu. Vzhľadom na to, že jednou 
z hlavných úloh aplikácie Biomass Trader má byť práve získavanie údajov, či už od 
užívateľov alebo zo vzdialeného serveru služby a ich lokálne ukladanie, som túto 
možnosť zaškrtol, pretože framework Core Data poskytuje jednoduché rozhranie na 
vytváranie dátového modelu a nástroje na jeho správu. 
3.5 Výber ovládačov 
Štruktúru užívateľského prostredia pomocou pridávania ovládačov som navrhoval 
v nástroji Storyboard v programe Xcode. Storyboard ponúka vizuálne prostredie, 
v ktorom je možné objekty pridávať jednoduchým ťahaním a spájaním, pričom je 
možné jednotlivým objektom upravovať atribúty, definovať prechody medzi pohľadmi 
a navrhovať vizuálnu podobu aplikácie. Ja som tento nástroj využil iba na rozmiestnenie 
základných ovládačov, ktorých zobrazenie v grafe pomáha lepšie si predstaviť 
navigáciu v aplikácii. Nevýhodou takéhoto postupu pri vytváraní aplikácie je 
skutočnosť, že všetky zmeny sa ukladajú v jednom súbore, čo zhoršuje prehľadnosť 
a pri väčšom počte ovládačov a pohľadov je aj na veľkej obrazovke problematické 
zobrazenie celého grafu a takisto sa zhoršuje aj vizuálna prehľadnosť celého riešenia. 
Definovanie tried, úpravu atribútov, navrhovanie dizajnu som pri tvorbe aplikácii robil 
pomocou kódu. 
Základným ovládačom, na ktorom som začal vytvárať aplikáciu bol ovládač 
UISplitViewController. Logika tohto ovládača spočíva v spravovaní dvoch pohľadov, 
hlavného a detailného, ktoré sa na zariadeniach s väčším rozlíšením zobrazujú súčasne. 
Ovládač sa v tomto prípade automaticky stará o obsah oboch pohľadov, ich odlišné 
správanie na jednotlivých zariadeniach a prechody medzi režimom na šírku a na výšku. 
Práve pre túto funkcionalitu som ho zvolil ako východzí ovládač, ale ako sa neskôr 
ukázalo v aplikácii Biomass Trader nefungovalo všetko, tak ako som očakával. 
Ako som spomínal v kapitole Koncepcia užívateľského rozhrania, bolo potrebné 
implementovať ovládač, ktorý by sa staral o jednotlivé sekcie aplikácie. V tomto 
prípade som použil práve spomínaný ovládač UITabBarController, ktorý je na spodnej 
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časti obrazovky reprezentovaný lištou so záložkami. Tento ovládač som umiestnil do 
vetvy hlavného pohľadu. Užívateľské prostredie sa v tomto ovládači ďalej rozvetvuje na 
tri časti reprezentujúce sekcie aplikácie – Domov, Správy a Účet. 
Na nižšej úrovni sa nachádzajú vo všetkých vetvách ovládače typu 
UINavigationController, ktoré majú na starosti jeden alebo viac pohľadov. V aplikácií 
je navigačný ovládač reprezentovaný hornou lištou, na ktorej sa zobrazuje napríklad 
referencia na predchádzajúci pohľad. Ako je zrejmé už z názvu, zabezpečuje navigáciu 
medzi pohľadmi, ktoré sú pod ním. 
Pre hlavný pohľad záložky Domov, na ktorú sa užívateľ dostane po spustení aplikácie 
Biomass Trader, som vybral ovládač kolekcie nazývaný UICollectionViewController. 
Tento ovládač som zvolil namiesto ovládača tabuľkového zobrazenia preto, lebo 
poskytuje možnosť umiestnenia buniek aj vedľa seba, čo by sa dalo použiť pri 
alternatívnych štýloch buniek. Napríklad v režime na šírku, by mohli byť zobrazené dve 
bunky vedľa seba. 
Pre ostatné záložky som vybral UITableViewController, ktorý má na starosti správu 
tabuľkového zobrazenia. Tabuľkové zobrazenie som sa rozhodol zvoliť z troch 
hlavných dôvodov – hneď pri vytvorení podporuje skrolovanie, má hotové 
rozmiestnenie buniek a ľahko sa dajú opätovne použiť rovnaké typy buniek, čo 
uľahčuje aj prácu so zobrazovaním údajov v bunkách. 
3.6 Dátový model 
V prvom rade by som rád zdôvodnil, prečo som sa vôbec rozhodol pre ukladanie údajov 
do lokálnej databázy nachádzajúcej sa na zariadení, keď sa namiesto toho mohli údaje 
získavať zo servera služby. Môj návrh vychádza z toho, že niektoré údaje budú 
dostupné aj keď zariadenie nemá prístup na internet. Aplikácia teda nebude úplne 
závislá na prístupe k internetu a ak používateľ bude pridávať ponuku priamo z terénu, 
kde nemusí byť pripojenie vôbec dostupné, nová ponuka sa uloží najprv na zariadenie 
a keď sa zariadenie pripojí na k internetu, zosynchronizuje sa so serverom a ponuka naň 
bude pridaná. Takisto sa môže dočasne uložiť zoznam aktuálnych ponúk a správy, ktoré 
by mali byť dostupné na prečítanie aj v režime offline. 
50!
Ukladanie údajov do databázy je riešené pomocou frameworku Core Data, ktorého 
použitie som zaškrtol pri vytváraní nového projektu. Vďaka tomu bol na začiatku 
vytvorený súbor Biomass_Trader.xcdatamodeld, po ktorého otvorení sa zobrazí nástroj 
na pridávanie nových entít, atribútov a väzieb medzi jednotlivými entitami. Vzhľadom 
na to, že sa jedná o vyššiu úroveň dátového modelu, nie je potrebné sa starať o to ako sú 
údaje do databázy ukladané, preto sa v popise jednotlivých entít nevyskytujú primárne 
ani cudzie kľúče ako v prípade vytvárania databáz priamo v SQL. 
Entity, ktoré je potrebné vytvoriť reprezentujú reálne objekty, ktorých údaje 
potrebujeme uchovávať. Atribúty entít reprezentujú jednotlivé údaje o subjektoch 
a väzby medzi entitami zase znázorňujú vzťahy objektov. 
Zoznam entít v aplikácii, ich krátky popis, atribúty a vzájomné väzby vyzerá takto 
(uviedol som v ňom aj anglické názvy, tak ako sú použité v aplikácii): 
• Spoločnosť (Company) – entita obsahujúca ako atribút iba názov spoločnosti.  
Väzby: Pod jednu spoločnosť môže patriť viac osôb, ktoré môžu pridávať 
ponuky. Takisto môžeme nájsť viacero ponúk od tej istej spoločnosti. Posledná 
väzba súvisí s polohou. Spoločnosť má sídlo a môže mať aj viacero skladísk. 
• Poloha (Location) – reprezentuje konkrétne miesta, ktoré súvisia so 
spoločnosťou resp. ponukou. Jej atribútmi sú Názov, Zemepisná výška 
a Zemepisná šírka. V názve by malo byť opísané miesto, ktoré daná poloha 
reprezentuje – napríklad sídlo spoločnosti.  
Väzby: Ako už bolo spomínané pri entite Spoločnosť, tá môže mať viacero 
súvisiacich miest, tým pádom potrebuje uchovávať viacero polôh. Takisto pri 
ponuke môžeme uvádzať polohu, kde sa materiál práve nachádza a polohu, 
odkiaľ materiál pochádza. 
• Správa (Message) – Entita Správa umožňuje ukladanie prijatých a odoslaných 
správ, ktoré sa delia do konverzácií podľa toho, komu je určená. 
Atribútmi správy sú Dátum, v ktorom sú uložené informácie o dátume a čase 
odoslania a Text, do ktorého sa ukladá samotný obsah správy.  
Väzby: Entita má dve väzby na entitu Osoba, podľa toho, či sa jedná o odoslané 
alebo prijaté správy. 
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• Ponuka (Offer) – táto entita obsahuje údaje o predávaných položkách, ktorých 
pridávanie je hlavným prínosom vyvíjanej aplikácie. Takisto o nej potrebujeme, 
čo najviac informácií a preto má logicky najviac atribútov a väzieb. Atribútmi 
Ponuky sú Deň vytvorenia, Info, Materiál, Vlhkosť, Cena, Množstvo, Názov, 
Merná jednotka a Doprava. Atribút info obsahuje doplnkové informácie 
k ponuke. 
Väzby: Ponuka obsahuje informáciu, ktorá spoločnosť ju pridala a kto (Osoba) 
zo spoločnosti ju pridal. Obsahuje takisto dve väzby na Polohu, jedna 
reprezentuje miesto pôvodu materiálu a druhá skladisko, na ktorom sa aktuálne 
nachádza. Poslednou väzbou je väzba na entitu Fotografia, ktorá odkazuje na 
fotografie patriace k danej ponuke. 
• Osoba (Person) – entita, ktorá reprezentuje zamestnancov spoločností, 
podnikateľov a majiteľov lesov. Obsahuje atribúty Meno, Priezvisko a Pozícia. 
Väzby: Osoba môže pridávať ponuky, môže byť zamestnaná v spoločnosti a má 
dve väzby na Správu, kde môže vystupovať ako odosielateľ alebo príjemca. 
• Fotografia (Photo) – táto entita obsahuje informácie o fotkách priradených do 
ponuky, ale nie priamo fotografiu samotnú. Prvým z jej atribútov je fileUUID, 
čo je unikátne číslo súboru (fotografie) umiestnenej v zložke Dokumenty 
aplikácie Biomass Trader. Druhý atribút je Poradie, túto informáciu uchovávam 
preto, aby som mohol v aplikácii zobraziť obrázky v rovnakom poradí ako boli 
pridané, respektíve vybrať iba prvý z nich a zobraziť jeho miniatúru v bunke  
Väzby: Entita Fotografia má jedinú väzbu na entitu Ponuka, ktorá môže mať 
priradených viacero fotiek. !
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3.7 Pridanie ponuky 
K formuláru na pridanie ponuky sa dá dostať z hlavnej obrazovky, ťuknutím na tlačidlo 
Pridať, zobrazené ako „+“, umiestneného na hornej navigačnej lište vpravo. Po tomto 
úkone sa zospodu vysunie formulár, ktorý používa tabuľkové zobrazenie. Riadky 
tabuľky sú reprezentované bunkami. Vzhľadom na to, že údaje, ktoré potrebujeme od 
užívateľa získať nie sú rovnakého typu, raz chceme používateľovi dovoliť zadať 
ľubovolný text, inokedy mu ponúknuť na výber z niekoľkých možností alebo mu 
umožniť pridať obrázok, preto budeme potrebovať nadefinovať rôzne typy buniek – 
teda triedy. Všetky typy buniek sa do istej miery podobajú, respektíve zdieľajú určité 
vlastnosti a správanie. Práve preto je možné vytvoriť všeobecnejšiu triedu 
EditTableViewCell, ktorá obsahuje spoločnú vlastnosť všetkých buniek akou je 
napríklad prítomnosť názvu. 
3.7.1 Opätovné používanie buniek 
Kvôli šetreniu operačnej pamäti používa TableViewController takzvané opätovné 
požívanie buniek. To znamená, že ovládač má v operačnej pamäti uložený taký počet 
buniek, aký sa zmestí na obrazovku a v prípade skrolovania sa opätovne použije bunka, 
ktorá z obrazovky zmizla a jej obsah sa nahradí novým. V praxi to znamená, že ak 
používateľ vyplní niektoré políčko, potom odskroluje, tak, že políčko zmizne 
z obrazovky a vráti sa naspäť, políčko bude prázdne (bude v rovnakom stave ako na 
začiatku, bez toho, čo tam používateľ napísal). Ako je vidieť, nezachová sa jeho stav. 
Jednou z možností ako zamedziť stratu používateľom vyplnenej informácie by bolo 
uložiť ju do databázy, zakaždým keď ju zmení a potom by sme ju mohli pri opätovnom 
použití bunky znova načítať. Takéto riešenie by však nebolo veľmi optimálne, pretože 
prístup do databázy trvá veľmi dlho (permanentné úložisko zariadení je oveľa pomalšie 
ako operačná pamäť). 
Efektívnym riešením sa javí vytvorenie novej triedy, ktorá bude uchovávať iba stav 
bunky. Túto triedu som nazval EditTableViewItem. Hodnota, ktorú používateľ vyplní 
bude uložená do vlastnosti value, ktorá je všeobecného typu id, pretože rôzne typy 
buniek budú obsahovať rôzne typy hodnôt (napr. reťazec znakov pre názov, číslo 
double pre cenu, atď.). 
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3.7.2 Typy buniek - podtriedy 
Ako som už spomínal, pre rôzne druhy riadkov v tabuľke je potrebné navrhnúť rôzne 
bunky. Každý typ bunky bude samostatná trieda, ktorá zdedí základné charakteristiky 
od triedy EditTableViewCell. Tak, ako aj v prípade EditTableViewCell, potrebujeme pre 
každý typ vytvoriť ďalšiu samostatnú triedu, ktorá bude uchovávať stav. 
3.7.3 Textové pole 
Prvým typom bunky bude textové pole, do ktorého bude vstup používateľ zadávať 
pomocou klávesnice, ktorá sa vysunie po ťuknutí do textového poľa. Triedu bunky 
s textovým poľom som nazval TextFieldTableViewCell a triedu uchovávajúcu stav 
obdobne TextFieldTableViewItem. V triede TextFieldTableViewCell je okrem iného 




    self = [super initWithStyle:style reuseIdentifier:reuseIdentifier]; 
    if (self) { 
        _textField = [[UITextField alloc] init]; 
        _textField.translatesAutoresizingMaskIntoConstraints = NO; 
        _textField.borderStyle = UITextBorderStyleRoundedRect; 
        _textField.backgroundColor = [UIColor lightGrayColor]; 
        [_textField addTarget:self action:@selector(textChanged:) 
forControlEvents:UIControlEventEditingChanged]; 
        [self.contentView addSubview:_textField]; 
         
        UILabel *textLabel = self.textLabel; 
        NSDictionary *views = NSDictionaryOfVariableBindings(textLabel, 
_textField); 
        [self addConstraintsWithVisualFormat:@"H:[textLabel]-8-[_textField]-8-
|" views:views]; 
        [self addConstraintsWithVisualFormat:@"V:|-8-[_textField]-8-|" 
views:views]; 
    } 
    return self; 
} 
 
Takýto druh bunky využíva položka Názov (Title), v ktorej vstupom by mal byť 




 Obrázok 11: Bunka s textovým poľom 
(Zdroj: Vlastné spracovanie, 2015) 
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3.7.4 Viacriadkové textové pole 
Tento typ bunky je definovaný triedami TextViewTableViewCell 
a TextViewTableViewItem. Líši sa od predchádzajúceho typom použitého textového 
poľa a namiesto UITextField používa UITextView. UITextView podporuje viac riadkov 
textu a dá sa v ňom skrolovať. V implementácií som skrolovanie zakázal a namiesto 
neho som implementoval zväčšovanie textového poľa, keď pribudne riadok. 
V tomto prípade bolo potrebné použiť delegáta UITextView, ktorý je informovaný 
o zmenách textu v poli a pomocou metódy sizeThatFits: dynamicky vypočíta výšku 
poľa, tak aby bol viditeľný celý text. 
 
#pragma mark - Text View Delegate 
 
- (void)textViewDidChange:(UITextView *)textView 
{ 
    self.item.value = _textView.text; 
     
    CGFloat height = floor([textView 
sizeThatFits:CGSizeMake(textView.frame.size.width, CGFLOAT_MAX)].height + 
16.0); 
    if (_heightConstraint.constant != height) { 
        _heightConstraint.constant = height; 
         
        [self.delegate textViewCellDidChangeContentHeight:self]; 
    } 
     
    [self.delegate editCellDidFinishEditing:self]; 
} 
 
Tento typ bunky je použitý napríklad pre položku Info, v ktorej môže používateľ pridať 








Obrázok 12: Bunka s viacriadkovým textovým poľom 
(Zdroj: Vlastné spracovanie, 2015) 
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3.7.5 Výber zo zoznamu 
Na prvý pohľad sa táto bunka ničím nelíši od bunky typu Textové pole, ale po ťuknutí 
na textové pole sa zdola vysunie ponuka, z ktorej je možné vybrať jednu z možností. 
Textové pole má navyše pozmenené správanie, tak aby nebolo možné vkladať do neho 
text z clipboardu, prípadne z neho text kopírovať alebo nejako upravovať. Triedy, 
v ktorých je definovaný tento typ bunky sa nazývajú PickerTableViewCell 
a PickerTableViewItem. 
Zoznam možností je uložený ako funkcia v samostatnom súbore Definitions.m, ktorý 
som vytvoril špeciálne za účelom ukladania podobných preddefinovaných zoznamov. 
Tento typ bunky používa napríklad položka Materiál (Material), v ktorej používateľ 
vyberá aký typ materiálu predáva. 
3.7.6 Bunka so zisťovaním polohy 
Prvou zložitejšou bunkou, v ktorej je použitých viacero druhov ovládacích prvkov 
a vstupov je bunka so zisťovaním polohy definovaná v triedach 
LocationPickerTableViewCell a LocationPickerTableViewItem. Pri zisťovaní polohy 
potrebujeme ako vstup dve informácie, ktorými sú zemepisná šírka (latitude) 
a zemepisná výška (longitude). Mojím cieľom bolo poskytnúť používateľovi viac 
možností zadávania týchto informácií. Použil som v tomto prípade ovládací prvok 
UISegmentControl, ktorý ponúka na výber viaceré segmenty. Užívateľ môže medzi 
segmentmi jednoducho prepínať, pričom každý segment predstavuje inú možnosť 
zadávania polohy. 
V mojom návrhu som použil tri segmenty:  
• Aktuálna poloha (Current) – táto možnosť zistí automaticky aktuálnu polohu 
pomocou GPS prijímača a použitím lokalizácie pomocou mobilnej siete. 
• Vlastná poloha (Custom) – poskytuje možnosť zadať zemepisnú šírku 
a zemepisnú výšku manuálne. Takýto vstup sa hodí najmä na zariadeniach bez 
GPS modulu a bez modulu prístupu k mobilnej sieti, ako napríklad niektoré 
modely iPadov. Používateľ môže v tomto prípade použiť externé zariadenie na 
získanie súradníc a dopísať ich do textových polí. 
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• Poloha z fotografie (Photo) – umožňuje vybrať fotografiu z knižnice a v prípade, 
že metadáta fotografie obsahujú informáciu so zemepisnými súradnicami, načíta 
zemepisnú šírku a zemepisnú výšku priamo z nich. 
V štandardnej konfigurácií je možné medzi jednotlivými segmentmi iba prepínať, čo 
znamená, že ak je jeden vyznačený a používateľ naň znova ťukne, nič sa nestane. Na to, 
aby som toto správanie zmenil, bolo potrebné vytvoriť podtriedu UISegmetControl, 
v ktorej som predefinoval implementáciu metódy touchesEnded:withEvent:. 
 
- (void)touchesEnded:(NSSet *)touches withEvent:(UIEvent *)event 
{ 
    NSInteger selectedSegmentIndex = self.selectedSegmentIndex; 
     
    [super touchesEnded:touches withEvent:event]; 
     
    if (selectedSegmentIndex == self.selectedSegmentIndex) { 
        [self sendActionsForControlEvents:UIControlEventValueChanged]; 
    } 
} 
 
Tak ako som už vyššie naznačil, okrem ovládacieho prvku UISegmentControl sa 
v bunke nachádzajú aj dve textové polia. V prípade, že užívateľ vybral jednu z možností 
Aktuálna poloha alebo Poloha z fotografie, úprava textových políčok nie je povolená 
a tie slúžia iba na zobrazovanie informácií. Ak používateľ vyberie možnosť Vlastná 
poloha, úprava textových polí bude aktivovaná. O zabezpečenie platného vstupu sa 
starajú dva objekty typu UIFormatter, ktoré definujú pravidlá zvlášť pre zemepisnú 
šírku a zemepisnú výšku. 
 
Na to, aby sme mohli pristupovať ku GPS modulu, potrebujeme importovať Core 
Location framework, ktorý obsahuje metódy potrebné na prístup ku GPS prijímaču. 
Okrem tohto kroku si aplikácia musí vypýtať aj povolenie od užívateľa o prístup 
Obrázok 13: Bunka so zisťovaním polohy 
(Zdroj: Vlastné spracovanie, 2015) 
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k lokalizačným službám. Túto záležitosť som ošetril dialógom žiadajúcim užívateľa 
o prístup k lokalizačným službám, ktorý sa zobrazí pri prvom spustení aplikácie alebo 
v prípade, že nie prístup povolený. 
Rovnaká situácia nastáva aj v prípade získavania polohy z fotografie. Vtedy je potrebné, 
aby užívateľ povolil prístup ku knižnici s fotografiami. Takisto, ako v prípade 
lokalizačných služieb, som túto situáciu vyriešil podobným dialógom, žiadajúcim od 
užívateľa o prístup ku knižnici s fotografiami. Okrem toho sa pri výbere tejto možnosti 
zobrazí ovládač s kolekciou fotografií, z ktorých si užívateľ pomocou zmenšených 
náhľadov jednu vyberie. Rovnaký ovládač, s mierne pozmeneným správaním je použitý 
pri výbere fotografií, a preto je bližšie popísaný nižšie. 
3.7.7 Bunka s fotografiami 
Najzložitejšou na realizáciu bola jednoznačne bunka s fotografiami, respektíve celá 
logika, ktorá je za ňou skrytá. Táto bunka je definovaná v triedach 
PhotosTableViewCell a PhotosTableViewItem. V základnom zobrazení bunka obsahuje 
dve tlačidlá – Urobiť fotografiu (Make Photo) a Vybrať fotografiu (Choose), ktoré 
reprezentujú dva spôsoby pridávania fotografií. V oboch prípadoch sa pracuje 
s fotografiami a preto je potrebné importovať framework Photos, ktorý poskytuje 




Ako prvú popíšem možnosť vyhotovenia novej fotografie, v ktorej sa užívateľovi 
zobrazí rozhranie podobné aplikácii Fotoaparát. V aplikácii Biomass Trader nie sú pri 
fotografovaní potrebné pokročilé funkcie preto toto rozhranie obsahuje iba základné 
ovládacie prvky. Na to, aby aplikácia mohla použiť zabudovaný fotoaparát je potrebné 
tak, ako pri GPS module, aby mala aplikácia povolený prístup k fotoaparátu. Toto je 
vyriešené znova použitím dialógu, ktorý sa používateľovi zobrazí v prípade, že 
aplikácia nemá udelený prístup. 
Implementácia funkcie zhotovovania fotiek je nasledujúca. Tlačidlo Urobiť fotografiu 
má pomocou metódy addTarget:action:forControlEvent: zadefinované, akú metódu má 
Obrázok 14: Bunka s fotografiami (prázdna) 
(Zdroj: Vlastné spracovanie, 2015) 
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zavolať v prípade nejakej udalosti. V tomto prípade je zadefinovaná udalosť stlačenia 
tlačidla užívateľom, na čo reaguje zavolaním metódy takePhoto:. 
 
[_takePhotoButton addTarget:self action:@selector(takePhoto:)  
forControlEvents:UIControlEventTouchUpInside]; 
 
Následne metóda takePhoto: zavolá metódu delegáta 
photosCellDidPressTakePhotoButton:. Delegátom, v ktorom je táto metóda definovaná 




    [self.delegate photosCellDidPressTakePhotoButton:self]; 
} 
 
Metóda photosCellDidPressTakePhotoButton: v prvom rade skontroluje, či má 
zariadenie fotoaparát a až potom vytvorí objekt typu UIImagePickerController, ktorý je 
zodpovedný za získavanie fotografií. Ako zdroj získavania fotografií je potrebné 
nastaviť fotoaparát. 
 
imagePicker.sourceType = UIImagePickerControllerSourceTypeCamera; 
 
V prípade, že používateľ urobí fotku zavolá sa metóda delegáta 
imagePickerController:didFinishPickingMediaWithInfo:. 
UIImagePickerViewController vracia premennú info, ktorá je typu NSDictionary a sú 
v nej uložené údaje o práve zhotovenej fotografii, okrem iného aj originálny obrázok. 
Zo začiatku som predpokladal, že sú v tejto premennej uložené aj informácie 
o zemepisnej šírke a zemepisnej výške, ktoré by bolo možné použiť na pridávanie 
informácií o polohe z fotky, tak ako bolo popísané v predchádzajúcej kapitole. Po 
preštudovaní dokumentácie som sa dozvedel, že tieto informácie neobsahuje a preto ich 
je potrebné pridať ku každému obrázku zvlášť. Obrázky v knižnici sú reprezentované 
objektmi typu PHAsset, ktoré obsahujú viacero vlastností, medzi ktorými je aj poloha. 
Riešenie, na uloženie fotografie ako do fotoknižnice, tak aj do priečinku Dokumenty 
aplikácie, som zhrnul kvôli väčšej prehľadnosti do nasledujúcich krokov: 
• Zistenie polohy 
• Uloženie obrázku do knižnice aj s údajom o polohe – najprv bolo potrebné 
vytvoriť nový objekt PHAsset s originálnym obrázkom, ktorý sme dostali 
z premennej info. Následne sa do tohto objektu uložili informácie o polohe. 
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• Načítanie práve vytvoreného PHAsset z fotoknižnice a uloženie do priečinku 
Dokumenty aplikácie Biomass Trader. Každý obrázok je identifikovaný 
unikátnym číslom UUID. 
 
- (void)imagePickerController:(UIImagePickerController *)picker 
didFinishPickingMediaWithInfo:(NSDictionary *)info { 
    [picker dismissViewControllerAnimated:YES completion:nil]; 
     
    UIImage *image = info[UIImagePickerControllerOriginalImage]; 
     
    __block PHObjectPlaceholder *assetPlaceholder = nil; 
     
    [LocationManager currentLocationWithCompletion:^(CLLocation *location) { 
        [PHPhotoLibrary requestAuthorization:^(PHAuthorizationStatus status) { 
            if (status == PHAuthorizationStatusAuthorized) { 
                [[PHPhotoLibrary sharedPhotoLibrary] performChanges:^{ 
                    PHAssetChangeRequest *request = [PHAssetChangeRequest 
creationRequestForAssetFromImage:image]; 
                    request.location = location; 
                    assetPlaceholder = request.placeholderForCreatedAsset; 
                } completionHandler:^(BOOL success, NSError *error) { 
                    dispatch_async(dispatch_get_main_queue(), ^{ 
                        if (success) { 
                            NSString *localIdentifier = 
assetPlaceholder.localIdentifier; 
                             
                            PHAsset *asset = [PHAsset 
fetchAssetsWithLocalIdentifiers:@[localIdentifier] options:nil].firstObject; 
                            if (asset) { 
                                NSString *fileUUID = 
UUIDForAssetLocalIdentifier(localIdentifier); 
                                if ([fileUUID length] != 36) { 
                                    fileUUID = [[NSUUID UUID] UUIDString]; 
                                } 
                                 
                                NSURL *imageDirectory = [AppDelegate 
sharedDelegate].documentsDirectory; 
                                NSURL *fileURL = [imageDirectory 
URLByAppendingPathComponent:fileUUID]; 
                                 
                                [[PHImageManager defaultManager] 
requestImageDataForAsset:asset options:nil resultHandler:^(NSData *imageData, 
NSString *dataUTI, UIImageOrientation orientation, NSDictionary *info) { 
                                    
dispatch_async(dispatch_get_global_queue(DISPATCH_QUEUE_PRIORITY_DEFAULT, 0), 
^{ 
                                        [imageData writeToURL:fileURL 
atomically:YES]; 
                                         
                                        
dispatch_async(dispatch_get_main_queue(), ^{ 
                                            self.value = [self.value 
arrayByAddingObject:fileUUID] ?: @[fileUUID]; 
                                            [self.cell 
reloadPhotosWithUUIDs:self.value]; 
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Unikátny identifikátor (UUID) fotografie sa potom uloží do poľa imageViews, v ktorom 
sú uložené všetky UUID fotografií pre aktuálnu ponuku. Toto pole sa používa ako vstup 
pre metódu, ktorá obnovuje úpravu bunky, tak aby sa zväčšila podľa počtu obrázkov, 
ktoré v nej budú zobrazené. Do tohto poľa sa ukladajú aj UUID fotografií, ktoré sú 












Druhou možnosťou je výber fotografií z fotoknižnice. Po stlačení tlačidla používateľom 
sa zobrazí kolekcia fotografií, ktoré sa nachádzajú na zariadení. Toto zobrazenie je 
realizované použitím ovládača CollectionViewController. Vzhľadom na to, že 
potrebujeme načítať fotografie z fotoknižnice, aplikácia k nej potrebuje mať povolený 
prístup. Ak je táto podmienka splnená, delegát pre „vyvolanie“ fotografií naplní bunky 
kolekcie zmenšeninami fotografií. Pre prácu s obrázkami sú znova použité objekty typu 
PHAsset. 
Pre ovládač PhotosCollectionViewController som navrhol dva módy, z ktorých každý 
má inak prispôsobené správanie: 
• Mód pridávania fotografií – V tomto móde je možné naraz vybrať viacero 
položiek. V hornej lište sa nachádzajú tlačidlá Zrušiť a Pridať. Pri výbere 
položky sa táto vyznačí zaškrtnutím a vysvieti sa na bielo. Tento efekt je 
Obrázok 15: Bunka s fotografiami po pridaní 
(Zdroj: Vlastné spracovanie, 2015) 
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dosiahnutý pridaním pohľadu UIView, ktorý je rovnako veľký ako bunka 
a v základnom stave je skrytý. Pri vyznačení položky sa zmení jeho stav na 
viditeľný a vďaka 50% priesvitnosti to pôsobí, akoby bola na obrázku 
polopriesvitná vrstva. Po tom ako používateľ ukončí svoj výber a stlačí tlačidlo 
Pridať sa UUID jednotlivých fotografií uložia do už spomínaného poľa 
imageViews, tak ako pri zhotovovaní novej fotografie. V tomto prípade bolo 
potrebné ošetriť situáciu, keď sa používateľ rozhodne pridať ďalšie fotografie. 
Pri otváraní ovládača je potrebné mu poslať zoznam predtým vybratých 
fotografií, tak aby ostali vyznačené a aby ich používateľ mohol v prípade 
potreby odznačiť. 
• Mód zisťovania polohy z fotografie – V prípade tohto módu potrebujeme, aby 
bolo možné vybrať iba jednu fotografiu, z ktorej sa následne získajú informácie 
o polohe. V hornej lište sa nachádza iba tlačidlo Zrušiť. Pri ťuknutí na fotografiu 
sa ovládač automaticky zavrie a informácie o zemepisnej šírke a zemepisnej 
výške sa predajú bunke, ktorá ich volala. V nej sa potom informácie zobrazia 
v textových políčkach. Ak vybraná fotografia neobsahuje údaje o polohe, 
používateľ bude o tejto skutočnosti informovaný dialógom. !!!!!!!!!!!!!!
Obrázok 16: Dve možnosti pridávania fotografií 
(Zdroj: Vlastné spracovanie, 2015) 
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3.7.8 Povinné položky 
Po vyplnení údajov je potrebné ponuku uložiť, na čo slúži tlačidlo Uložiť na hornej lište 
vpravo. Toto tlačidlo je súčasťou ovládača OfferTableViewController, ktorý sa stará 
o tabuľkové zobrazenie, ktorého bunky boli popísané v tejto kapitole. Vzhľadom na to, 
že chcem predísť výskytu prázdnych alebo neúplných ponúk, je potrebné ošetriť 
ukladanie ponuky zadefinovaním povinných položiek. Tento problém som vyriešil 
znefunkčnením tlačidla Uložiť, ktorého stav sa zmení iba pri splnení určitých 
podmienok. V triede OfferTableViewController je vytvorené pole so zoznamom 
povinných položiek. Objekty EditTableViewItem majú pre tento účel definovanú 
vlastnosť isEmpty, ktorá zo začiatku uchováva stav o tom, že sú prázdne. Akonáhle 
používateľ vyplní danú položku, táto vlastnosť sa pre daný objekt zmení. Po každej 
zmene je preto volaná metóda delegáta editCellDidFinishEditing:, pričom delegátom je 
v tomto prípade OfferTableViewController, ktorá prelistuje cez všetky objekty zoznamu 
povinných položiek a kontroluje stav premennej isEmpty. V prípade, že sú všetky 
objekty povinných položiek vyplnené, zmení sa stav tlačidla Uložiť na aktívny. 
 
- (void)editCellDidFinishEditing:(EditTableViewCell *)cell  
{ 
    BOOL enabled = YES; 
    for (EditTableViewItem *item in _requiredItems) { 
        if (item.empty) { 
            enabled = NO; 
            break; 
        } 
    } 




Jedným z neočakávaných problémov, s ktorým som sa pri vývoji aplikácie stretol bola 
nefungujúca logika ovládača UISplitViewController, ktorý spravuje hlavný a detailný 
pohľad. Prvým problémom bolo, že sa detailný pohľad zobrazoval namiesto hlavného 
pohľadu, čo na väčších zariadeniach vyzeralo tak, že sa vľavo nahradil zoznam ponúk 
detailom ponuky, pričom detailný pohľad napravo ostal prázdny. Po preštudovaní 
dokumentácie som zistil, že problém je spôsobený použitím ovládača 
UITabBarController, ktorý je vložený medzi ovládač UISplitViewController 
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a navigačný ovládač UINavigationController. Vo frameworku Cocoa Touch je 
štandardné správanie, ktoré som chcel v tomto prípade využiť, definované iba pre 
ovládače typu UINavigationController, ktoré musia priamo naväzovať na 
UISplitViewController. V mnou vyvíjanej aplikácii som túto podmienku nespĺňal, 
pretože som tam mal navyše použitý aj ovládač UITabBarController. Riešením bola 
vlastná implementácia delegačnej metódy  
splitViewController:showDetailViewController:sender:. 
 
- (BOOL)splitViewController:(UISplitViewController *)splitViewController 
showDetailViewController:(UIViewController *)vc sender:(id)sender 
{ 
    if (splitViewController.collapsed) { 
        UITabBarController *tabBarController = 
[splitViewController.viewControllers firstObject]; 
        id selectedViewController = tabBarController.selectedViewController; 
        if ([selectedViewController isKindOfClass:[UINavigationController 
class]]) { 
            if ([vc isKindOfClass:[UINavigationController class]]) { 
                NSUInteger count = [[(UINavigationController *)vc 
viewControllers] count]; 
                for (UIViewController *viewController in 
[(UINavigationController *)vc viewControllers]) { 
                    [selectedViewController pushViewController:viewController 
animated:count == 1]; 
                    count--; 
                } 
            } else { 
                [selectedViewController pushViewController:vc animated:YES]; 
            } 
             
            return YES; 
        } 
    } 
     
    return NO; 
} 
 
Ďalší problém sa prejavil, keď som po ťuknutí na konkrétnu ponuku otvoril jej detailný 
pohľad a potom som otočil zariadenie, tak aby aplikácia prešla do zobrazenia na šírku 
a naopak. Pri takejto situácií ovládač UISplitViewController neuchoval informáciu 
o aktuálne otvorenom detailnom pohľade a na iPhone 6 Plus zobrazil namiesto 
detailného pohľadu znova hlavný pohľad. Tento problém sa mi podarilo vyriešiť 
implementáciou metódy  
splitViewController:collapseSecondaryViewController:ontoPrimaryViewController:. 
 
- (BOOL)splitViewController:(UISplitViewController *)splitViewController 
collapseSecondaryViewController:(UIViewController *)secondaryViewController 
ontoPrimaryViewController:(UIViewController *)primaryViewController { 
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    if (![secondaryViewController isKindOfClass:[UINavigationController 
class]]) 
        return NO; 
    id detailViewController = [[(UINavigationController 
*)secondaryViewController viewControllers] firstObject]; 
    if ([detailViewController 
respondsToSelector:@selector(shouldCollapseSecondaryViewControllerForSplitView
Controller:)]) { 
        return [detailViewController 
shouldCollapseSecondaryViewControllerForSplitViewController:splitViewControlle
r]; 
    } else { 
        return NO; 
    } 
} 
3.9 Príklady náhľadov vyvíjanej aplikácie 
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Obrázok 17: Screenshoty z aplikácie Biomass Trader 
(Zdroj: Vlastné spracovanie, 2015) 
 
Na Obrázku 17 je možné vidieť vybrané zobrazenia aplikácie Biomass Trader, ktorých 
viaceré časti boli popísané v predchádzajúcich kapitolách. Naľavo sa nachádza formulár 
na pridávanie ponuky, v ktorom je možné vidieť jednotlivé typy buniek na jednom 
mieste. Na strednom screenshote je zobrazená hlavná obrazovka Domov, ktorá je aj 
úvodnou obrazovkou. Nachádza sa tu zoznam ponúk a na spodnej časti je možné vidieť 
lištu so záložkami. Tretí screenshot zachytáva detailné zobrazenie vybranej ponuky. Na 
tomto náhľade je možné vidieť ako sú využité informácie o polohe, ktoré reprezentuje 
červený špendlík na mape. Bunka s mapou sa po ťuknutí zobrazí na celú obrazovku. 
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3.10 Ďalší vývoj a návrhy na zlepšenie 
K plnej funkčnosti aplikácie, ktorej návrh a vývoj som v predchádzajúcich kapitolách 
popísal, je potrebné doprogramovať ešte niekoľko častí. Veľmi dôležitým ďalším 
krokom bude návrh serverovej strany aplikácie spolu so službou, ktorú spoločnosť ešte 
v čase písania mojej práce nemala spustenú a bez komunikácie so serverom ju nie je 
možné doladiť. Pretože komunikácia so serverom je individuálna záležitosť každej 
aplikácie/služby, bude potrebné v tomto kroku navrhnúť a vyvinúť vlastné API 
rozhranie, ktoré definuje spôsob komunikácie aplikácie so serverom. Až potom bude 
možné v aplikácií implementovať konkrétne postupy a metódy, ktoré zabezpečia 
synchronizáciu údajov medzi aplikáciou a serverom a umožnia pridanie ponuky do 
služby priamo z aplikácie. 
Následne bude v aplikácii potrebné dopracovať implementáciu dvoch záložiek Správy 
a Účet, ktoré úzko súvisia práve s predchádzajúcim krokom. Kód aplikácie som sa 
snažil písať tak, aby bol dostatočne prehľadný a aby v ňom boli dodržané konvencie 
objektovo orientovaného návrhu aj s využitím návrhových vzorov. To by malo umožniť 
použiť množstvo riešení s minimálnou úpravou kódu aj pri vývoji zostávajúcich častí 
aplikácie. 
Pri úvahe o ďalšom vývoji aplikácie, nad rámec požiadaviek spoločnosti, ma napadli aj 
určité vylepšenia. Jednalo by sa o odlišné zadávanie pozičných údajov o mieste pôvodu 
suroviny. Namiesto jedného bodu by bolo možné použiť ako vstup polygón, 
reprezentujúci oblasť, z ktorej bola surovina získaná. 
Ďalšie zlepšenie by sa mohlo týkalo konceptu celej služby, čo by však malo dopad aj na 
aplikáciu Biomass Trader. Vzhľadom na to, že je služba určená pre zákazníkov z celého 
sveta, bolo by logické zakomponovať do procesu aj prepravné firmy. V aktuálnej 
koncepcii je doprava riešená na báze dohody predávajúceho a kupujúceho a preto si 
myslím, že integráciou prepravných firiem by bolo možné zarobiť aj na 
spracovateľskom poplatku pri predaji formy dopravy. Aktuálne sa v aplikácii pri 
ponuke nachádza iba údaj o tom, či predávajúci ponúka vlastnú dopravu alebo je 
potrebné si dopravu zabezpečiť samostatne. 
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3.11 Distribúcia 
Po dokončení aplikácie bude ďalším logickým krokom jej distribúcia. Spoločnosť 
Apple ponúka vývojárom jedinú oficiálnu možnosť ako distribuovať aplikácie 
zákazníkom. Touto možnosťou je App Store, ktorý je dostupný priamo z mobilných 
zariadení s operačným systémom iOS alebo cez program iTunes, ktorý slúži mimo 
iného aj na synchronizáciu a zálohovanie mobilných zariadení. V App Store sú 
aplikácie rozdelené do skupín podľa zamerania a takisto sa delia na platené a aplikácie 
dostupné zadarmo. Ako som už spomínal, aplikácia Biomass Trader je doplnkovou 
aplikáciou platformy na predaj dreva a biomasy, a preto by bola pre zákazníkov 
dostupná zadarmo. 
Na to, aby bolo možné pridať aplikáciu do obchodu App Store je potrebné mať 
spoplatnený vývojársky účet, za ktorý sa platí ročný poplatok €99. Okrem vývojárského 
účtu musí aplikácia prejsť schvaľovacím procesom, ktorý trvá približne osem dní. 
3.12 Náklady spojené s vývojom aplikácie 
V tejto kapitole sa venujem nákladom, ktoré sú nutne spojené s vývojom aplikácie. 
V analýze spoločnosti som spomínal, že spoločnosť ABC s.r.o. aktívne spolupracuje so 
študentmi lokálnej univerzity, ktorí tu často absolvujú povinnú stáž. Stáže sú neplatené 
a spoločnosť študentom ponúka skúsenosti a čas zamestnancov výmenou za odvedenú 
prácu. Vedenie spoločnosti sa aj v prípade novej služby rozhodlo pre vývoj potrebných 
súčastí, vrátane aplikácie Biomass Trader, s pomocou stážistov a preto sa zameriam na 
porovnanie takéhoto riešenia s možnosťou outsorcovania vývoja špecializovanou 
firmou.  
3.12.1 Vývoj aplikácie stážistami 
Nespornou výhodou vývoja aplikácie stážistami sú na prvý pohľad nulové náklady na 
ľudské zdroje. Treba si však uvedomiť, že stážisti majú zvyčajne iba minimálne 
praktické skúsenosti a preto budú potrebovať skúseného zamestnanca z firmy, ktorý ich 
bude pri práci usmerňovať a musí si na nich vyhradiť nejaký čas. Naopak výhodou je 
bezprostredná komunikácia a kontrola nad smerovaním vývoja. Málo praktických 
skúseností stážistov môže mať za následok výrazne dlhšiu dobu potrebnú na vývoj 
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aplikácie, vyššie riziko zlyhania alebo aj potenciálne nižšiu výslednú kvalitu. Doba 
vývoja aplikácie sa môže v takomto prípade trvať sedem až dvanásť mesiacov, 
v závislosti od šikovnosti stážistu. Ďalším problémom takéhoto vývoja je, že stáže 
zvyčajne trvajú tri až päť mesiacov a môže sa stať, že aplikáciu bude v takomto prípade 
vyvíjať viac ako jeden stážista, čím pravdepodobne dôjde k predĺženiu doby vývoja, 
pretože nový stážista sa musí zoznámiť s hotovým kódom a bude mu trvať nejaký čas 
kým sa zaučí.  
3.12.2 Vývoj aplikácie špecializovanou firmou 
Ďalšou možnosťou je využitie služieb firmy alebo programátora špecializovaných na 
vývoj mobilných aplikácií. V takomto prípade sa bude cena aplikácie odvíjať od počtu 
hodín potrebných na vývoj a ceny za hodinu práce. Po preštudovaní viacerých zdrojov 
na internete, v ktorých sa autori zaoberali odhadmi doby vývoja aplikácie, ale aj 
hodinovými sadzbami takéhoto vývoja, som nedokázal nájsť jednoznačnú odpoveď ani 
na jeden z údajov. Dobu potrebnú na vývoj aplikácie Biomass Trader odhadujem na dva 
až tri mesiace, pričom som vychádzal z toho, že sa jedná o aplikáciu, ktorá spadá do 
kategórie aplikácia s databázou a API rozhraním (Angeles, 2012). Časová náročnosť 
v hodinách je teda 320 až 480 hodín. 
Hodinová sadzba za vývoj aplikácie sa podľa viacerých zdrojov pohybuje medzi €20 až 
€130, pričom sa výrazne líši aj medzi jednotlivými časťami Európy. Priemernú 
hodinovú sadzbu za kvalitne odvedenú prácu odhadujem na základe týchto zdrojov na 
asi €50 (Pronskyi, 2015; Formotus, 2015). Za týchto podmienok by sa výsledná 
orientačná cena za aplikáciou Biomass Trader pohybovala v rozpätí €16 000 až 
€24 000. 
Je dobré poznamenať, že v prípade pridávania nových funkcií do aplikácie alebo na 
opravovanie chýb bude potrebné v budúcnosti vynaložiť ďalšie finančné prostriedky. 
Výhodou naopak bude pravdepodobne vyššia kvalita aplikácie a výrazne kratšia doba 
vývoja. Vzhľadom na to, že sa spoločnosť s uvedením predstavenej služby na trh veľmi 
neponáhľa, je táto výhoda otázna. Nevýhodou naopak môže byť riziko, že výsledná 
kvalita aplikácie bude porovnateľná s vlastným vývojom (stážistami), najmä v prípade 
výberu lacnejších alternatív. 
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3.12.3 Zhrnutie 
Tabuľka 1: Porovnanie vývoja aplikácie stážistami a externou firmou 
Vývoj Stážisti Externá firma 
Výhody 
Výrazne nižšie náklady 
Kontrola nad vývojom 
Krátka doba vývoja (2-3 mesiace) 
Kvalita aplikácie 
Nižšie riziko zlyhania 
Nevýhody 
Vyššie riziko zlyhania 
Dlhšia doba vývoja (7-12 mesiacov) 
Otázna kvalita aplikácie 
Potrebná účasť zamestnanca 
Vyššia cena 
Dodatočné náklady na nové funkcie 
Riziko horšej alebo porovnateľnej kvality 
za vyššiu cenu 
(Zdroj: Vlastné spracovanie, 2015) 
 
Vzhľadom na to, že aplikácia neprinesie spoločnosti žiadne priame príjmy a nie je 
možné ani odhadnúť aký bude obrat predajov uskutočnených cez chystanú službu, nie je 
možné vypočítať dobu návratu investície do mobilnej aplikácie. Na relevantnejší odhad 
obratu predajov som nedostal údaje ani od analyzovanej spoločnosti, ani od 




Hlavným cieľom diplomovej práce bol návrh a vývoj funkčného prototypu mobilnej 
aplikácie pre platformu iOS podľa požiadaviek spoločnosti. Aplikácia má slúžiť ako 
doplnok k internetovému portálu sprostredkúvajúcemu predaj dreva a biomasy. 
K dosiahnutiu tohto cieľa bolo potrebné naštudovať zásady objektovo orientovaného 
programovania a zásady tvorby užívateľského prostredia. Prehľad vybraných 
prostriedkov na vývoj aplikácie pre platformu iOS je uvedený v časti Teoretické 
východiská. 
V druhej časti som vypracoval analýzu spoločnosti a predstavil základnú myšlienku 
služby, ktorú by mala aplikácia podporovať, a v SWOT analýze som zhodnotil jej silné 
a slabé stránky. Nemenej dôležitou bola analýza konkurencie a aj trendov, ktoré sú na 
trhu kde spoločnosť pôsobí, ako aj na trhu mobilných zariadení. Na základe 
prevedených analýz som skonštatoval, že vývoj aplikácie pre platformu iOS má zmysel 
a táto aplikácia bude predstavovať konkurenčnú výhodu oproti už existujúcim portálom, 
ktoré mobilné aplikácie neponúkajú. 
V kapitole Vlastný návrh riešenia som sa zo začiatku venoval problematike 
rozhodovania medzi natívnou a multiplatformovou aplikáciou, pričom som uviedol 
výhody a nevýhody oboch riešení a zdôvodnil som tým výber varianty vývoja natívnej 
aplikácie. Potom som rozpísal nástroje potrebné na vývoj natívnej aplikácie pre iOS 
a možnosti ich získania. Ďalším krokom bol návrh uživateľského rozhrania a ovládacích 
prvkov, v ktorom som vyberal z viacerých konceptov. Zaoberal som sa problémom 
„hamburger menu“, ktoré som použil vo viacerých konceptoch a na základe 
nadobudnutých poznatkov v tejto problematike som vybral jeden koncept, z ktorého 
som následne vychádzal pri vývoji. Pri návrhu som bral do úvahy cieľovú skupinu 
užívateľov, ktorým bude aplikácia určená, a preto som sa snažil o jednoducho pôsobiace 
rozhranie, ktoré by bolo ľahko ovládateľné a rýchle. 
Najrozsiahlejšou časťou tejto kapitoly je postup pri vývoji, v ktorom som popísal 
konkrétne problémy a vlastné riešenia. Riešenia v tejto časti som doplnil aj názornými 
ukážkami kódu. Pri písaní kódu som sa riadil naštudovanými zásadami objektovo 
orientovaného programovania a snažil som sa o dobrú opätovnú použiteľnosť 
70!
jednotlivých častí, tak aby mohli byť použité v ďalšom vývoji. Výsledkom môjho 
snaženia je prototyp aplikácie, v ktorom som vyriešil najmä vkladanie údajov 
používateľmi, na čo slúži formulár pridania ponuky. Výsledná aplikácia je intuitívna 
s jednoduchým užívateľským rozhraním, v ktorom je možné pridať novú ponuku veľmi 
rýchlo najmä vďaka využitiu potenciálu mobilného zariadenia. 
Prototypom aplikácie sa jej vývoj rozhodne nekončí a kroky, ktoré by mali nasledovať 
som zhrnul v kapitole Ďalší vývoj a návrhy na zlepšenie, v ktorej som uviedol ako 
najdôležitejší krok návrh a vývoj serverovej časti. Komunikáciu aplikácie 
s internetovým portálom sprostredkúvajúcim predaj dreva a biomasy bude potrebné 
doladiť, keď spoločnosť sprevádzkuje jeho serverovú časť. 
Ako posledný krok som z hľadiska nákladov porovnal dve možnosti vývoja aplikácie 
Biomass Trader a uviedol ich výhody a nevýhody. Spoločnosť zvolila vývoj aplikácie 
stážistami, ktorého jednoznačnou výhodou sú minimálne náklady, ale oproti vývoju 
špecializovanou firmou sa jedná o rozhodne dlhšie trvajúce riešenie. 
Na záver konštatujem, že vytýčený cieľ diplomovej práce som splnil. Po dôkladných 
analýzach som navrhol a naprogramoval natívnu mobilnú aplikáciu pre platformu iOS, 
ktorá využíva potenciál mobilného zariadenia na zjednodušenie a zefektívnenie 
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