Abstract. This paper deals with non-overlapping constraints between convex polytopes. Non-overlapping detection between fixed objects is a fundamental geometric primitive that arises in many applications. However from a constraint perspective it is natural to extend the previous problem to a non-overlapping constraint between two objects for which both positions are not yet fixed. A first contribution is to present theorems for convex polytopes which allow coming up with general necessary conditions for non-overlapping. These theorems can be seen as a generalization of the notion of compulsory part which was introduced in 1984 by Lahrichi and Gondran [6] for managing non-overlapping constraint between rectangles. Finally, a second contribution is to derive from the previous theorems efficient filtering algorithms for two special cases: the non-overlapping constraint between two convex polygons as well as the non-overlapping constraint between d-dimensional boxes.
Introduction
The first part of this paper introduces necessary conditions for the non-overlapping constraint between convex polytopes. A convex polytope 1 [3] is defined by the convex hull of a finite number of points. Non-overlapping detection between fixed objects is a fundamental geometric primitive that arises in many applications. However from a constraint perspective it is natural to extend the previous problem to a non-overlapping constraint between objects for which the positions are not yet fixed. Concretely this means that we first want to detect as soon as possible before fixing completely two polytopes whether they will overlap or not. Secondly, we would like to find out the portion of space where placing a polytope will necessarily cause it to overlap with another not yet completely fixed polytope. For instance consider the illustrative example given in Fig. 1 . We have a rectangle 1 R of length 3 and height 1 which must be included within box B and which should not overlap the rectangle 2 R of length 2 and height 4. We want to find out that the origin of 2 R (i.e. the leftmost lower corner of 2 R ) can't be put within box F .
Fig. 1. An illustrative example of a forbidden domain
Within constraint programming [9] , elaborate shapes are currently approximated [5] by a set of rectangles, where the origin of each rectangle is linked to the origin of another rectangle by an external equality constraint. Since a huge number of rectangles may be required in order to approximate a specific shape, this increases the problem's size. This also leads to poor constraint propagation since each small rectangle is considered separately from the other rectangles to which it is linked by an external equality constraint.
The second part of this paper presents efficient filtering algorithms for two special cases of the non-overlapping constraints: the non-overlapping constraint between 2 convex polygons as well as the non-overlapping constraint between 2 d-dimensional boxes.
The next section introduces gradually the different definitions needed for describing the objects we consider, as well as the notion of intersection between these objects. Sect. 3 defines the concept of overlapping polytope, which is a portion of space where placing the origin of one polytope will lead it to overlap with another not yet fixed polytope. This extends the concept of compulsory part (i.e. the intersection of all the feasible instances of an object to place) which was presented for the case of rectangles in [6] . Finally based on the theorems of Sect. 3, we respectively derive in Sect. 4 and 5 two efficient filtering algorithms for the case of convex polygons and of d-dimensional boxes.
Background, Definitions and Notation
The purpose of this section is twofold. First, it describes the objects we consider for our placement problem. Second, it introduces the notion of intersection between these objects.
Definition 1
domain variable A domain variable is a variable that ranges over a finite set of integers; V and V respectively denote the minimum and maximum values of variable V. IR is a polytope defined by its k vertices and their respective integer coordinates, such that all points of the polytope belong to the convex hull of the k vertices, and such that one of its vertices has only zero coordinates. This specific vertex is called the origin of the shape polytope.
Definition
The shape polytope describes the shape of the objects we have to place, while a fixed polytope gives the possible positions for the origin of a shape.
Fig. 2. Examples of polytopes
Part (A) of Fig. 2 gives an example of a fixed polytope, while part (B) describes a shape polytope. The next four definitions are introduced in order to define the notion of intersection between two fixed polytopes.
Definition 4
interior point A point X of a fixed polytope P is called an interior point if there is an
, where
, and
is the Euclidean distance between points X and Y .
Definition 5
k-dimensional hyperplane d IR H ⊂ is called a k-dimensional hyperplane if k R x H + = , where d IR x ∈ is a fixed point and k R is a k-dimensional subspace of d IR .
Definition 6 dimension of a fixed polytope
If there is a k -dimensional hyperplane that contains a fixed polytope P and no any 1 − k -dimensional hyperplane contains P then k is called the dimension of P .
Definition 7
relative interior point Let P be a fixed polytope of dimension k . Then there exists a k -dimensional hyperplane H such that H P ⊆ . If a point X of P is an interior point of P considered only in H , then X is called a relative interior point of P .
In order to illustrate the previous definitions let us consider a fixed polytope P of 2 
IR
that corresponds to a line-segment between points 1 X and 2 X . P has no interior points, but the dimension of P is 1 and all points of P that are distinct from 1 X and 2 X are relative interior points of P .
Definition 8
intersection of fixed polytopes Two fixed polytopes P and Q intersect (i.e. overlap) if P and Q have a common relative interior point.
Part (A) of Fig. 3 gives three pairs ( )
, P P and ( ) ing to Definition 8, point 13 P does not overlap rectangle 9 P since 13 P has no relative interior points.
Fig. 3. Illustration of the definition of intersection
Throughout the paper we use the following notations: − P designates the number of vertices of a fixed or of a shape polytope P ,
) is the minimum (respectively maximum) value of the coordinates on the i axis of the vertices of a fixed polytope P , −
• P designates the set of relative interior points of P , − ( ) P bd denotes the set of points of P which do not belong to
K are domain variables, is the fixed polytope defined as the points of [ K get more and more restricted, the number of distinct elements of F will decrease until it becomes a single fixed polytope, which is associated to the final positioning of the shape ( )
Definition 10
extremum polytopes of a family of polytopes The extremum polytopes of a family F of polytopes is a set of fixed polytopes generated by fixing the origin of ( )
Fig . 4 provides an example of a family F of polytopes described by the shape polytope ( )
and by the tuple of domain variables 
The Overlapping Polytope
The purpose of this section is to characterize the portion of the placement space, called the overlapping polytope, where positioning the origin of a polytope will necessarily cause it to intersect with another not yet completely fixed polytope. 3 all the extremum polytopes of the family F , then P overlaps all the members of F .
Proof of Theorem 1
For any point ( )
we have by definition:
Any translation of ( )
that has X as origin can be written as ( )
We now prove the following equality:
is the intersection of two polytopes it is also a polytope. 3 Overlap refers to the definition of intersection of fixed polytopes introduced by Definition 8.
For any element ( )
Conversely, for any element
too, hence we have proved the equality.
Let us denote i X the origin of the i-th extremum polytope of family F . Since by hypothesis P overlaps all the extremum of F , there is, for any i : ( ) ( )
We have shown that, for any point ( )
we can construct a point Y , which both belongs to
• P and to the instance of
When the intersection of all extremum polytopes of a family F is not empty, then one can observe that this intersection coincides with the notion of compulsory part introduced in [6] . The compulsory part is the portion of space that is covered by all the members of the family F .
Definition 11
shadow polytope The shadow polytope of a fixed polytope 1 
Proof of Theorem 2
Part 1º Suppose 
∅. 4 We call it "shadow" since the shadow polytope is partially looking like the fixed polytope from which it is derived. 5 We get 2 P − by reflecting 2 P about its origin. shape P is the shape polytope described in the right part of Fig. 5 (i.e. the shape polytope 2 P ). Since F has 4 extremum polytopes 1 E , 2 E , 3 E and 4 E , the overlapping polytope is the intersection of the corresponding 4 shadow polytopes. As an easy corollary of Theorems 1 and 2, we have the following theorem.
Shadow polytope

Theorem 3
Let F be a family of polytopes of 
Proof of Theorem 3
From the definition of an overlapping polytope and from Theorem 2, we have that all fixed polytopes From Theorem 1, we generalize to the fact that they overlap all fixed polytopes of F . J Shadow(E 1 ,P shape )
Shadow(E 2 ,P shape )
Shadow(E 4 ,P shape ) Shadow(E 3 ,P shape )
Overlapping(F 1 ,F 2 )
The overlapping polytope is related to the notion of forbidden region which was introduced in [2] . It is a forbidden portion of the space according to the binary non-overlapping constraint between two families of polytopes. However unlike the forbidden region, it is multi-dimensional and it has a more general shape than a rectangle. In Sect. 4 and 5 we will prune the origin of a polytope in order to avoid that it is a relative interior point of a given overlapping polytope.
A Filtering Algorithm for the non-overlapping Constraint between Two Convex Polygons
This section first presents a linear algorithm for computing the overlapping polytope. It then gives a filtering algorithm which exploits the previous overlapping polytope in order to prune the origin variables of a polygon.
Computing the Overlapping Polytope in Two Dimensions
Suppose we want to compute the overlapping polytope for a shape polytope shape P according to a family F of polygons.
Computing the shadow polytope. Let Q denote the domain polytope . If P has n edges, then P is the intersection of n halfspaces . A similar observation can be made for the negative normal vectors for the edges (or halfspaces) of P . And hence determining the extremal points for the halfspaces of P amounts to a merging of angles. This leads to Algorithm 1 for which the runtime is clearly in O(n+m). 
Alg. 1. Computing extremal vertices
Computing the intersection of the relevant halfspaces. Now we can compute ( )
. It is well known that this can be done in time O(n logn) [ 
. We represent i O with a data structure i % describing its boundary. The boundary of the halfspace ( )
The boundary of i O may be infinite, and then it consists of two rays and of zero or more line segments. If it is finite, it consists only of line segments. We call such a ray or a line segment a boundary element and i % will be a list of boundary elements. In the i-th iteration we first update
as just discussed and append the contribution of ( ) . Thus we can do the test in the following way. First we process the list from left to right and discard elements lying to the right of i L until we find an element that does not lie to the left of i L , then we process the list from right to left and do the same. If the list becomes empty, we know that the intersection is also empty. Due to the order of the elements in L . Every line i L is charged at most twice, and every boundary element is charged at most once, because it is immediately discarded after being charged. This gives us the desired bound.
Pruning in Two Dimensions
Suppose we want to prune the origin of a family 1 F with respect to a family 2 F . We describe the algorithm for the domain variable x O which denotes the x-coordinate of the origin of Events. An event is an x-coordinate where the sweep-line status has to be updated. As we said before, this is the case whenever the sweep-line hits a vertex or a proper intersection point between lower or upper edges. Since the sweep-line intersects only 4 edges, we can always determine the next event in constant time without maintaining any additional data structure. Processing an event can also be done in constant time. Note that there may be several updates to the sweep-line status at a single event. For every edge of either polygon there can be at most two proper intersection points. Hence every edge gives rise to a constant number of events. If n denotes the number of edges of O and m the number of edges of ( ) B. Additional pruning in the discrete case. Now suppose that we want to achieve some stronger pruning, taking into account the fact that y O will be an integer. We can prune a value is empty at some regular event, then there is no need to generate check events until the next regular event occurs. And if at least one of the differences
equal to 1 at some event 0 x and will not go below 1 until the next regular event 1 x , then we know that ( ) , and hence we do not have to generate check events. So check events are only necessary if both upper and both lower edges are close together.
Summary of the Filtering Algorithm
We are given two families 1 F and 2 F of polygons. Let i n and i m denote the number of vertices of the shape and origin polygon of family i F respectively. We do the following to prune the origin variables 
Conclusion
We have introduced necessary conditions for the non-overlapping constraint between polytopes. The key idea that leads to the propagation algorithm is that one can derive the overlapping polytope by considering only a very restricted number of instances of a family, namely the extremum polytopes. From these necessary conditions, we have derived efficient filtering algorithms for the non-overlapping constraint between two convex polygons as well as the non-overlapping constraint between two d-dimensional boxes [1] . However if we would like to come up with a more efficient propagation algorithm for the case of a clique of non-overlapping constraints, the following question remains open. One would get much more propagation by aggregating the different overlapping polytopes, but it is not clear how to efficiently generalize the algorithm presented in [2] to this situation.
