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Abstract. The main goal of this work is to evaluate the feasibility to
calculate the technical debt (a traditional software quality approach) in
a model-driven context through the same tools used by software deve-
lopers at work. The SonarQube tool was used, so that the quality check
was performed directly on projects created with Eclipse Modeling Frame-
work (EMF) instead of traditionals source code projects. In this work,
XML was used as the model specification language to verify in Sonar-
Qube due to the creation of EMF metamodels in XMI (XML Metadata
Interchange) and that SonarQube offers a plugin to assess the XML lan-
guage. After this, our work focused on the definition of model rules as
an XSD schema (XML Schema Definition) and the integration between
EMF-SonarQube in order that these metrics were directly validated by
SonarQube; and subsequently, this tool determined the technical debt
that the analyzed EMF models could contain.
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1 Introduction
Two representative trends for the software development industry that appeared
in the nineties were the model-driven initiative and the technical debt metaphor.
Both trends promote software quality each in its own way: high abstract levels
(models) and software process management (technical debt). However, despite
the wide exposition of these trends in the literature, there are not more indica-
tions about the combination of them into software development scenarios; each
initiative is implemented in a separated way.
In traditional software development projects (those involving manual pro-
gramming), technical debt is mainly focused in quality assurance processes over
source code and related services (e.g. common quality metrics are defined over
source code). However, model-driven engineering (MDE) promotes for modelling
instead of programming [1]. A review of the literature reveals that there is cur-
rently no application of the technical debt concept to environments outside the
traditional software development. There exist approaches to the measurement
of model quality [7][8][9][10], but these do not include technical debt calculus.
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Therefore, we claim that dealing with technical debt in MDE projects is an open
problem.
Two issues pose challenges to the inclusion of technical debt into MDE. (i)
Different authors provide conflicting conceptions of quality in model manage-
ment within MDE environments[5]. (ii) The MDE literature often neglects tech-
niques for source code analysis and quality control3. Therefore, in model-driven
developments it is difficult to perform an analysis of the state of the project that
is important for technical debt management: establishing what has been done,
what remains to be done, how much work has been left undone. Also, other
specific issues that belong to model theory such as: number of elements in the
metamodel, coverage for the views, complexity of the models, the relationship
between the abstract syntax and the concrete syntax of a language, quantity of
OCL verification code, among others, contribute to increase the technical debt
in model-driven projects.
The main contributions of this paper are the following: (i) A demonstration
of a integration between model-driven and technical debt tools for supporting
a technical debt calculus process performed over conceptual models. (ii) The
operationalization of a recognized framework for evaluating models.
2 Implementation of a technical debt plugin for EMF
We implemented an Eclipse plugin for integrating the EMF enviroment with
SonarQube; so that, results of the technical debt can be shown directly on
the Eclipse work area instead of changing the context and opening a browser
with the SonarQube report. We used configuration options belonging to EMF
XMIResource objects to export the XMI file as an XML without the specific
XMI information tags.
2.1 Definition of an XSD for SonarQube
One of the most critical issues in a technical debt program is the definition of me-
trics or procedures for deducting technical debt calculations; in works like [4][6]
it is highlighted the absence of technical debt values (established and accepted),
and features such as the kinds of technical debt. Most of the technical debt
calculation works are focused on software projects without an applied model-
driven approach; some similar works report the use of high level artifacts as
software architectures[12], but they are not model-driven oriented. Emerging
frameworks for defining and managing technical debt [13] are appearing, but
they focus on specific tasks of the software development (not all the process
itself).
3 Neglecting the code would seem sensible, since MDE advocates that the model is
the code [2]. However, few MDE tools provide full code generation and manual
additions of code and tweakings are often necessary.
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From one technical perspective, the SonarQube tool demands an XSD (XML
Scheme Document) configuration file that contains the specific rules for valida-
ting the code; or in this case, a model. Without this file, the model could be
evaluated like a source code by default. In order to define these rules, we chose
one of the most popular proposals for validating models (Physics of notations of
Moody [11]) due to its relative easiness to implement some of its postulates in
terms of XSD sentences.
In the case of this work, visual notation was taken as the textual information
managed by XMI entities from EMF models (text are perceptual elements too),
focusing that each item meets syntactic rules to display each information field
regardless about what is recorded as a result of the EMF model validation. The
analysis does not consider the semantic meaning of the model elements to be
analyzed.
The operationalization of Moody principles over the XSD file posteriorly
loaded in SonarQube was defined as follows:
– Visual syntax - perceptual configuration: in the XSD file, it is ensured that all
elements and/or attributes of the modelled elements are defined according
to the appropriate type (the consistence between the values of attributes and
its associated type is validated).
– Visual syntax - attention management: a validation order of the elements is
specified by the usage of order indicadors belonging to XML schemes.
– Semiotic clarity - redundant symbology: a node in the model can only be
checked by an XSD element.
– Semiotic clarity - overload symbology: an XSD element type only validates
a single model node type.
– Semiotic clarity - excess symbolism: a metric to validate that there are no
blank items was implemented (for example, we could create several elements
of Person type, but its data does not appear).
– Semiotic clarity - symbology deficit: a validation that indicates the presence
of incomplete information was made (e.g., we could have the data of a Person
but we don’t have his/her name or identification number). For this rule, we
made constraints with occurrence indicators to each attribute.
– Perceptual discriminability: in the XML model, nodes must be organized in
a way that they can be differentiated, e.g., one Project element does not
appear like a Person element. This is ensured by reviewing in the XSD that
it does not contain elements exactly alike, and in the same order.
– Semantic transparency: this was done by putting restrictions on the names
of the tags, so that the tags correspond to what they must have, e.g, a data
label must be of data type.
– Complexity management: this was done by the minOccurs and maxOccurs
occurrence indicators. With these indicators it is possible to define how many
children one node can have.
– Cognitive integration: this was done using namespaces in the XSD file, so
that it is possible to ensure the structure for the nodes independent from
changes in the model design.
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<choice maxOccurs= 5  minOccurs= 0 >
   <element name= Persons  type= Person />




<complexType name= Person >
<attribute name= lastname  type= string  />
<attribute name= firstname  type= string />
<complexType>
<complexType name= Project >
<attribute name= shortname  type= string />




<xs:simpleType Name= NoNullString >
         <restriction base= String >
            <minLength value= 1 />
         </restriction>
</simpleType>
Semiotic clarity – 
symbology deficit
Fig. 1. Mapping between some Moody principles to XSD code.
– Dual codification: this was done by measuring the quantity of commented
code lines with respect to the XML lines that define the elements of the
model.
– Graphic economy: we established a limit for different items that can be han-
dled in the XSD, and reporting when different elements are found marking
the mistake when these data types are not found in the schema.
– Cognitive fit: this was done by creating several XSD files where each one is
responsible for reviewing a specific view model.
Figure 1 exposes a portion of the XSD code implemented for some Moody
principles.
2.2 Verification of technical debt from EMF models
In order to demonstrate the integration of both tools (EMF-SonarQube), a sam-
ple metamodel (Figure 2) was made in EMF4. We introduce some errors like
capital letters, blank spaces, and others, to evidence abnormalities not covered
with model conceptual validation approaches like OCL.
Once the validation option had been chosen (by the SonarQube button or
menu), we obtain a report similar to Figure 3. Part A indicates the number of
lines of code that have been tested, comment lines, and duplicate lines, blocks
or files. Also, part B of this figure reports the total of errors that contain the
project (in this case the EMF model), as well as the technical debt graph (part
C), which shows the percentage of technical debt, the cost of repair, and the
4 this metamodel was extracted from a web tutorial about EMF; source:
http://tomsondev.bestsolution.at/2009/06/06/galileo-emf-databinding-part-1/
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Fig. 2. Sample metamodel implemented over EMF.
Fig. 3. SonarQube screen report loaded into EMF work area
number of men needed to fix errors per day (this information was not configured
for this case).
SonarQube offers an issues report where it indicates the number of errors
found; and consequently, the error list distributed in order of importance from
highest to lowest:
– Blocker: they are the most serious errors; they should have the highest pri-
ority to review.
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– Critical: they are design errors which affect quality or performance of the
project (model errors can be classified in this category).
– Major: although these errors do not affect performance, they require to be
fixed for quality concerns.
– Minor: they are minor errors that do not affect the operation of the project.
– Info: they are reporting errors, not dangerous.
Fig. 4. SonarQube issues report of technical debt in EMF.
Figures 4 and 5 present the reports about technical debt errors detected
over the sample model. In the first place, an error category was chosen. For
the respective category, the error list associated is show in detail posteriorly.
Intentionally, we introduced errors over the XML information of the model to
test the respective detection by SonarQube according with the rules defined in
the XSD file from the Moody proposal.
Conclusions
In this work we show the technical feasibility to integrate a technical debt tool
like SonarQube with a model-driven development enviroment such as the Eclipse
modelling framework. We present an example of technical debt validation applied
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Fig. 5. Example of error detected by SonarQube.
over a sample metamodel implemented for testing purposes. Thereby, we demon-
strate the technical feasibility for measuring any artefact used in an model-driven
engineering process [3]. However, the main challenge is the definition of the model
quality metrics and the operationalization of the model quality frameworks re-
ported in terms of expressions that can generate metrics, and its association with
a model-driven development process.
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