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Seznam uporabljenih kratic 
 
VHDL - (Very high speed integrated circuit Hardware Description Language) – 
strojno-opisni jezik za opisovanje zelo hitrih vezij 
FPGA - polje programabilnih logičnih vrat 
HDL - hardware description language (jezik za opis strojne opreme) 
LED – svetleča dioda (light-emitting diode) 
RAM - random access memory (pomnilnik z naključnim dostopom) 






Za simulacijo digitalnih vezij se uporabljajo različni pripomočki. Kot eden 
najučinkovitejših orodij, se je pokazala testna struktura. Za opis testnih struktur in 
modelov vezij se uporablja različne jezike. Kot najbolj pogosto uporabljena sta 
VHDL in Verilog. Te jezike uporabljamo takrat, ko postane vezje kompleksno in 
shematski opis ni več primeren.  
Vezja se med seboj razlikujejo in naloga zajema različna vezja. Z njimi se predstavi 
različne načine pisanja testnih struktur. Ker je največja razlika med vezji glede 
načina delovanja, je ločeno predstavljen potek in razlika simulacije kombinacijskih 
in sekvenčnih gradnikov.   
Kako se testna struktura lahko razvije in kaj omogoča, je podrobno prikazano pri 
testiranju serijskega vmesnika RS232. 
 







There are different accessories  which are used to simulate digital circuits. A test 
bench  is one of the most effective tools. Different languages are used for a 
description of the test benchs and models of circuits. The most commonly used are 
VHDL and Verilog. These languages are used when the circuit becomes complex 
and schematic description is no longer appropriate. 
Circuits differ from each other. The thesis contains various circuits which are used to 
present different ways of writing the test benches. The biggest difference between the 
circuits  is the mode of working hence the course and the difference in simulation of 
combinational and sequential blocks are separately presented. 
How the test bench can be developed and what it offers is shown in detailed 
examples of the serial interface RS232. 
 





Zaradi hitrega tempa in malo časa pri razvoju in testiranju vezij je pomembno, da so 
le ta zelo učinkovita. Kot eno najbolj učinkovitih orodij so se pokazale testne 
strukture (ang. Testbench). Za opis vezij in modelov se uporabljajo visokonivojski 
jeziki. Kot najprimernejša za opis sistema na funkcijskem nivoju sta VHDL in 
Verilog. 
V drugem poglavju so opisane razlike med VHDL in Verilg. Predstavljeno je, zakaj 
je smiselno uporabljati testne strukture, kaj omogočajo in predstavljena je smiselnost 
dobre simulacije sistemov. 
V četrtem poglavju je predstavljena konkretna uporaba testnih struktur. Napisane so 
testne strukture za kombinacijska vezja. Začne se s preprostim primerjalnikom, kjer 
je predstavljen prikaz rezultata in odziva testiranja.  
V delu s kombinacijskimi vezji je tudi zelo zanimiv primer dekodirnika za katerega 
se uporablja paket oziroma nova knjižnica za dekodiranje bitnih vektorjev. Primer se 
razvije v združevanje kodirnika in dekodirnika v testni strukturi. 
Pri sekvenčnih vezjih je pri vezju z izbirnikom prikazan primer uporabe urnega 
signala. Pri sekvenčnih vezjih je za primer vzet pomnilnik RAM, ki ima dvosmerno 
vodilo. Test se izvede s pomočjo datotek in uporabo procedure oziroma paketa. Kot 
zadnji primer je vodilo RS232, kjer so prikazane različne simulacije in ugotavljanje 







VHDL (Very high speed integrated circuit Hardware Description Language) je 
strojno-opisni  jezik, ki ga je razvilo Ameriško ministrstvo za obrambo. Leta 1987 je 
postal tudi IEEE (Institute of Electrical and Electronics Engineers) standard. VHDL 
se uporablja v vseh fazah razvoja elektronskih sistemov.  Z njim se lahko razvija, 
preverja, sintetizira in preizkuša digitalna vezja.  
Podoben jezik za digitalna vezja je Verilog, ki je bil razvit preko zasebnega podjetja 
Gateway leta 1983. Leta 1990 je bil odprt za javno uporabo in leta 1995 je postal 
IEEE standard. 
Pri modeliranju sta oba jezika enakovredno učinkovita, vendar se pri modeliranju 
zahtevnejših vezij, pokaže prednost pri VHDL [1]. 
Razlika med programoma je ta, da VHDL temelji na Pascalu in Ada, Verilog pa na 
programskem jeziku C. Prednost jezika VHDL je v tem, da ima stroga pravila in 
dovoli manj napak. Zaradi tega so testne strukture bolj natančne. 
Prednost VHDL je tudi v tem, da dovoli uporabniku ustvarjati kompleksne 
podatkovne tipe. Verilog uporablja enostavne podatkovne tipe. Prednost programa 
Verilog je tudi v kompaktni kodi. 
 




 if clock='1' and   
clock'event then 
 counter <= counter + 1; 
 end if; 
end process; 
reg [upper:0] counter; 
always @(posedge clock) 
counter <= counter + 1; 
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2.1 VHDL 2008 
Od leta 1995, ko je VHDL postal IEEE standard, je do danes doživel kar nekaj 
nadgradenj. Leta 1993 je je prišlo do največ sprememb. Leta 2000 so bile dodani 
zaščiteni tipi. Leta 2002 je bilo nekaj manjših sprememb. Zadnje spremembe so bile 
leta 2008. Zadnji standard se imenuje IEEE Std. 1076-2008. 
Nekaj sprememb, ki jih vsebuje zadnja verzija so: 
- v stavku process je bilo včasih potrebno pisati za proženje vse signale, sedaj 
se lahko napiše process (all); 
- dodani sta funkciji minimum in maximum, ki vrneta najmanjšo ali največjo 
vrednost napisano v oklepaju; 
- komentiranje je v novi verziji veliko lažje, saj je dodatna možnost 
komentiranja blokov. Enako kot v C in C++ se tudi v VHDL bloke komentira 
s /* komentarji v več vrsticah in na koncu */. V starejši verziji je komentar 
omejen na posamezno vrstico z uporabo dveh pomišljajev --; 
- v if stavkih lahko s krajšim zapisom testiramo enobitne vektorje, npr: if 
reset then, if enable then, if load then, if UpDn then; 
-  v procesu je dovoljena uporaba izbirnega stavka with...select, npr:  
with s select       
       q <= a when "00", 
            b when "01", 
            c when "10", 
            d when "11"; 
- v procesih se lahko uporablja pogojni prireditveni stavek, npr.  a<='0' when 
c=15; 
- za pretvorbo skalarnih vrednosti v niz se uporablja to_string, za druge 
podatkovne tipe se uporablja še to_bstring, to_binarystring, 
to_ostring, to_octalstring, to_hstring, in to_hexstring za nize. 
To je le nekaj uporabnih sprememb. 
Če se uporabljajo ukazi za verzijo 2008, je to potrebno označiti v programskem 
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2.2 Koraki načrtovanja 
Za simulacijo se potrebuje izdelan model vezja. Na začetku se preveri funkcionalnost 
delovanja. Izdelavo VHDL modela in simulacijo se ponavlja, dokler se ne dobi 
zadovoljivih rezultatov. 
 
Za sintezo modela narejeno iz VHDL jezika, se je potrebno držati pravil načrtovanja. 
Vezje se razvija po korakih, ki se jih ciklično ponavlja (Slika 2.1). Vhodne podatke 
za načrtovanje tehnološke preslikave, ki predstavljajo datoteke za izdelavo vezja, 
tvorijo gradniki logičnih celic FPGA. Če se pojavi napaka pri sintezi ali tehnološki 
preslikavi, je potrebno popraviti model in 
ponoviti celoten cikel načrtovanja. 
 
V tehnoloških knjižnicah so definirane 
osnovne celice. Model je v programski 
opremi zapisan na nižjih nivojih, ki se ga 
lahko pretvori nazaj v model VHDL jezika. 
Tehnološka preslikava nudi najbolj podroben 
model, kjer so ocenjene zakasnitve 
posameznih gradnikov oziroma celic. Z 
modelom tehnološke preslikave, se lahko 
naredi tehnološka simulacija. Opazuje se 
zakasnitve in delovanje vezja na izbrano tehnologijo [2, str.3]. 
 
Slika 2.1: Cikli načrtovanja pri opisu 
vezja v VHDL jeziku (Trost, 2011). 
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3 Testne strukture 
Testne strukture (ang. Test bench) se uporabljajo za testiranje in simulacijo vezja. 
Pri opisovanju vezja v visokonivojskem jeziku VHDL lahko pride do napak. Če se 
napake ne zaznajo in ne popravijo, lahko to razvijalca stane ogromno denarja in časa, 
da jih kasneje odpravi. 
Stroški testiranja in odpravljanja napak se logaritmično povečujejo. Z vsako stopnjo, 
ko se napaka spregleda, se stroški ugotavljanja in odpravljanja povečajo za 10-krat 
(Slika 3.1). Najceneje je, če se napaka ugotovi in odpravi na samem modelu. Napaka 
v integracijski fazi nam poveča stroške za 10-krat. V sistemski fazi se stroški spet 
povečajo za 10-krat, pri testiranju čipa se povečajo za dodatnih 10-krat in ko je čip 
izdelan, se za ugotavljanje napake stroški dodatno povečajo za 10-krat. To pomeni, 
da se od začetne do končne stopnje stroški povečajo za 10 000-krat [3] . Ugotavljam, 
da je zelo pomembno, da se faze testiranja izvaja dosledno in natančno. 
 
Slika 3.1: Povečanje stroška ugotavljanja in odpravljanja napake v različnih fazah 
Z razvojem in s povečanjem zmožnosti vezja, je postalo testiranje le tega zelo 
zapleteno in zahtevno. Razvijalci so ugotovili, da je testiranje s testnimi strukturami 
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zelo učinkovito. Testna struktura je dodatna programska koda, ki preverja 
funkcionalnost HDL vezja (Slika 3.2). Omogoča: 
- generiranje različnih vhodov, lahko generira tudi nedovoljene 
vhode; 
- uporabo testnih vektorjev na enoti; 
- rezultati se prikažejo v grafični ali tekstovni obliki; 
- enostavno spremljanje izhodov in primerjanje izhodov z 
referenčnimi vrednostmi; 
- avtomatično generiranje indikatorjev napak in obvestil. 
 








Slika 3.2: Testiranje modela v testni strukturi 
 
Ko se opravijo testi posameznih modulov, se enote sestavlja skupaj in ponovno 
testira. Testiranje se opravlja vsakič, ko se vezje nadgrajuje. 
Naloga testne strukture je potrditi pravilnost delovanja vezja. 
3.1 Testiranje vezja 
Testirano vezje je povezano v testni strukturi kot komponenta. Samo vezje ima 
zunanje vhodne in izhodne signale. Testno strukturo povežemo s temi zunanjimi 
signali.  
V modelu so glavni del vhodni in izhodni signali in so opisani v stavku entity.  
Primer stavka entity: 
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entity vezje1 is 
 port (a, b, c : in std_logic; 
 output : out std_logic ); 
end vezje1; 
 
Sama testna struktura nima zunanjih signalov, zato je entity stavek prazen. V stavku 
entity je samo ime testne strukture. V stavku arhitecture so napisani vsi signali in so 
deklarirani kot notranji signali. Deklariramo testno vezje, ki ga povežemo s testno 
strukturo. Deklariramo tudi vse notranje signale, ki jih potrebujemo za povezavo 
komponente in za stimulatorje [2, str. 61]. 
Primer začetnih stavkov testne strukture: 
entity test_maj is 
end test_maj; 
 
architecture test of test_maj is 
 component vezje1 is 
  port ( a, b, c : in std_logic; 
   output : out std_logic ); 
 end component; 
 signal count: std_logic_vector(2 downto 0); 
signal output : std_logic; 
begin 
DUT: vezje1 port map(count(0), count(1), count(2), output); 
 
V stavku s port map povežemo signale testne strukture z vhodno izhodnimi signali 
komponente. 
 
Testna struktura sama generira signale in jih pošilja na vhod testiranega modela.  
Generiranje signalov je zelo dobrodošlo, ker je lahko pri npr. kombinacijskih vezjih 
veliko vhodnih signalov in bi bilo to ročno zelo težko preveriti in testirati. 
Če vzamemo za primer preprost 8 bitni seštevalnik (2 vhoda vsak po 8 bitov), 
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3.1.1 Program ModelSim 
ModelSim je programsko okolje, ki omogoča simulacijo modela v jeziku VHDL, 
Verilog, SystemC, vsd. Okolje omogoča hiter pogled na vsa pomembna  opravila za 
simulacijo (Slika 3.3) prikazuje pogled na programsko okolje ModelSim. Označeni 
so pomembni deli programa: 
(1) so odprti projekti, knjižnice, simulacije in spominski prostor v primeru za delo s 
pomnilniškimi elementi; 
(2) je tekstovno okno, kjer se piše oziroma popravlja opisan model vezja oziroma 
testno strukturo; 
(3) je grafični prikazovalnik, ki omogoča hiter pregled dogajanja in zaznavo napak; 
(4) je okno za tekstovni prikaz napak, opozoril in izpisov, ki se pojavijo pri 
simulaciji; 
(5) so izbirne tipke za začetek prevajanja in simulacije; 
(6) je nastavitev trajanja simulacije; 












Slika 3.3: Program ModelSim 
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4 Uporaba testnih struktur 
Pri testnih strukturah se uporabljajo različne metode. V osnovi se razlikujejo glede na 
vezja. Delijo se na kombinacijska vezja in na sekvenčna vezja. Pri prvih se izhod 
spreminja glede na logično zaporedje vhodov. Za optimalno časovno simulacijo, se 
lahko časovne zakasnitve izvede z vrati in zankami.  Sekvenčna vezja so odvisna od 
signala ure (ang. clock). To pomeni, da se izhodi spreminjajo samo ob urnem 
signalu. Zaradi tega so hitrejša in manj obremenjujejo spomin. Na začetku je 
potrebno določiti, kateri del urnega signala bo vplival na spremembe modela. Izbira 
se lahko ali ob naraščajočem ali ob padajočem dogodku. 
Pri kombinacijskih modelih se uporabljajo različni algoritmi za generiranje 
dogodkov. Če se dogodek pojavlja večkrat, je potrebno v testni strukturi načrtovati 
zamik spremembe vrednosti signala. 
- Za dobro testno strukturo je potrebno upoštevati naslednja pravila: 
- Izogibanje neskončnim ciklom 
Pri kombinacijskih testnih strukturah se uporaba procesorja in spomina zelo poveča. 
Zaradi tega se simulacijski proces zelo upočasni. Z uporabo neskončnih zank se vse 
še stopnjuje. Neskončne zanke se nebi smele uporabljati. Uporabi se lahko tako 
rešitev, da se v zanki definira uro nato se vzbujanje procesa veže samo na 
spremembo urnega signala in na nič drugega. 
- Ustavljanje različnih procesnih blokov 
Testna struktura je preglednejša, če se uporabi več procesnih blokov. Procesni bloki 
se v testni strukturi izvajajo istočasno. Z njihovo uporabo so rezultati preglednejši, 
lažje se jih ustvarja, nadzira in posodablja. Procesni blok, ki se ga v testu ne 
potrebuje, je smiselno ustaviti. 
- Izogibanje nepomembnim podatkom 
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Večji modeli lahko pri testnih strukturah hitro presežejo 100.000 dogodkov in 
signalov. Prikazovanje velikega števila podatkov zelo upočasni simulacijo. Rešitev je 
lahko, da se podatki prikažejo vsakih N urnih ciklov [1]. 
4.1 Kombinacijska vezja 
Pri kombinacijskih vezjih se na vhode komponente pošilja vnaprej določene signale 
oziroma vrednosti. Ker VHDL izvede vse spremembe naenkrat, je potrebno opraviti 
zakasnitve in to se naredi s stavkom wait. Npr.: 
wait for 10 ns; 
4.1.1 Grafični pregled kombinacij 
Enostavna kombinacijska vezja se lahko testira preko grafov. Za primer je napisano 
vezje s funkcijo xor. 
Vezje ima dva enobitna vhoda in en enobitni izhod: 
z <= x xor y; 
Ena izmed možnosti v testni strukturi je, da se napiše vse možne vhodne 
kombinacije. Med spremembami je potrebno zapisati wait stavek z določeno 
zakasnitvijo. Zakaj stavek wait? Pri nekaterih programskih jezikih smo navajeni, da 
se vrednosti spreminjajo zaporedno glede na to, kako so napisane. Pri jeziku VHDL 
je tako, da se ob istem času spremenijo vsi signali naenkrat. To pomeni, da je 




tx <= '0'; 
ty <= '0'; 
wait for 10 ns; 
tx <= '0'; 
ty <= '1'; 
wait for 10 ns; 
tx <= '1'; 
ty <= '0'; 
wait for 10 ns; 
tx <= '1'; 
ty <= '1'; 
wait; 
end process; 
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Ker je vezje zelo enostavno, se odziv in delovanje lahko spremlja preko grafičnega 







Slika 4.1: Grafični prikaz rezultata. 
 
4.1.2 Tekstovni izpis testiranja 
Na primeru pogojnega primerjalnika (Slika 4.2) bomo prestavili možnosti 
tekstovnega izpisa rezultatov simulacije. Če velja pogoj, se izhodu priredi 1, v 
nasprotnem primeru 0. Imamo dva različno dolga predznačena vektorja (8 in 4 bite) 
in tri eno bitne izhode. Izhod " enako" se postavi na 1, kadar sta x in y enaka. Izhod 
"vecje" se postavi na 1, kadar je vhod x večji od vhoda y. Izhod "poz" se postavi na 
1, kadar sta x in y pozitivni števili.  
entity primerjalnik is 
 port (x :in signed (7 downto 0); 
  y :in signed (3 downto 0); 
  vecje, enako, poz : out 
std_logic); 
end entity; 
architecture opis of primerjalnik is    
   
begin       
   
enako <= '1' when x=y else '0'; 
vecje <= '1' when x>y else '0'; 
poz <= '1' when x>=0 and y>=0 else '0';  








Vezje ima 3.840 možnih vhodnih kombinacij. Ker je to preveč za ročno pisanje 
vhodov, je primerna izbira for zanka. V tem primeru je zanka uporabljena 2-krat. 
Prva zanka vhodu x prišteva vrednost 1. V tej zanki je še ena zanka in ta prišteva 
Slika 4.2: Primerjalnik 
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Slika 4.3: Grafični prikazovalnik rezultatov za primerjalnik. 
V testni strukturi sem za boljši pregled in test vezja dodal 3 signale, ki se ob 
vrednosti izhoda 1 povečajo za ena. Signali preštejejo, kolikokrat sta vektorja enaka, 
kolikokrat je x večji od y in kolikokrat sta oba skupaj pozitivna. Delovanje je 
prikazano na naslednji sliki (Slika 4.5).  
Izpis rezultata se na koncu lahko izvede s stavkom report. Ukaz izpiše na zaslon 




entity primerjalnik_test is 
end entity; 
 
architecture primerjalnik_arc_test of primerjalnik_test is 
 component primerjalnik is 
  port (x :in signed (7 downto 0); 
  y :in signed (3 downto 0); 
  vecje, enako, poz : out std_logic); 
end component; 
signal tx: signed (7 downto 0); 
signal ty: signed (3 downto 0); 
signal tvecje : std_logic; 
signal tenako : std_logic; 
signal tpoz : std_logic; 
signal E :integer; 
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signal V :integer; 
signal P :integer; 
 
begin 




tx <= "00000000"; 
ty <= "0000"; 
E <= 0 ; 
V <= 0 ; 
P <= 0 ; 
for I in 0 to 255 loop 
 wait for 1 ns; 
for K in 0 to 15 loop 
 wait for 1 ns; 
 if tenako = '1' then E <= E+1;  
 end if; 
 if tvecje = '1' then V <= V+1;  
 end if; 
 if tpoz = '1' then P <= P+1;  
 end if; 
 ty <= ty + "0001"; 
report "ty = " & to_string(ty) & " tx = " & to_string(tx) & " K= " & 
to_string(K) & " I= " & to_string(I); 
end loop; 
 tx <= tx + "0001"; 
end loop; 
report "Test koncan!"; 
report "Enako = " & to_string(E) & "; Vecje = " & to_string(V) & "; 











Slika 4.5: Diagram poteka 
Pravilnost delovanja se zelo hitro razbere na podlagi izpisanih končnih vrednosti 
(Slika 4.6). 
Slika 4.4: Primerjalnik v testni 
strukturi. 
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Ker ima manjši vektor x 15 možnih stanj, pomeni da bosta tudi x in y enaka 15-krat. 
Tudi za pozitivno stanje se enostavno izračuna. Vhod x je 128-krat pozitiven, vhod y 
je 8-krat pozitiven, to pomeni, da je pozitivnih 1024 kombinacij. Vhod x je večji od 









Slika 4.6: Izpis z ukazom report. 
4.1.3 Kodiranje in dekodiranje 
Ker se v dekoderju in kodirniku ter tudi v testni strukturi pojavljajo enaka stanja in 
konstante,  je za ta namen narejen poseben paket oziroma knjižnica. Zapisane so vse 
vhodne in izhodne možnosti.  Prednost uporabe dodatne knjižnice ali paketa je v tem, 
da se z eno spremembo vrednosti, spremeni vrednost v obeh modelih in testni 
strukturi. S tem se možnost napak pri vnosu bistveno zmanjša. Novo knjižnico se 




package sseg_constants is 
 use ieee.std_logic_1164.all; 
 subtype sseg_type is std_logic_vector (6 downto 0); 
 
 constant ss_0 : sseg_type := 7b"1000000"; 
 constant ss_1 : sseg_type := 7b"1111001"; 
 constant ss_2 : sseg_type := 7b"0100100"; 
 constant ss_3 : sseg_type := 7b"0110000"; 
 constant ss_4 : sseg_type := 7b"0011001"; 
 constant ss_5 : sseg_type := 7b"0010010"; 
 constant ss_6 : sseg_type := 7b"0000010"; 
 constant ss_7 : sseg_type := 7b"1111000"; 
 constant ss_8 : sseg_type := 7b"0000000"; 
 constant ss_9 : sseg_type := 7b"0010000"; 
 constant soff : sseg_type := 7b"1111111"; 
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Slika 4.8: Sedem 
segmentni dekodirnik 
 
Slika 4.7: Sedem 
segmentni 
prikazovalnik 
 component sseg is 
  port (bin : in std_logic_vector (3 downto 0); 
   seg : out sseg_type); 
 end component; 
end package; 
 
4.1.3.1 Sedem segmentni dekodirnik 
Sedem segmentni dekodirnik pretvarja binarno vrednost med 
"0000" in "1001". To je v desetiškem sistemu med 0 in 9. Na 
vhodu je 4 bitni vektor, izhod je 7 bitni vektor. Izhodni 
vektor prižiga ustrezno število segmentnih diod na 
prikazovalniku (Slika 4.7). Za 7-segmentni prikazovalnik je 
potrebno definirati vrednosti, pri katerih LED diode svetijo. Definirane so tako, da je 






entity sseg is 
port ( bin : in std_logic_vector (3 downto 0); 
segs : out sseg_type); 
end sseg; 
architecture impl of sseg is 
begin process (all) begin 
 case bin is 
  when x"0" => segs <= ss_0; 
  when x"1" => segs <= ss_1; 
  when x"2" => segs <= ss_2; 
  when x"3" => segs <= ss_3; 
  when x"4" => segs <= ss_4; 
  when x"5" => segs <= ss_5; 
  when x"6" => segs <= ss_6; 
  when x"7" => segs <= ss_7; 
  when x"8" => segs <= ss_8; 
  when x"9" => segs <= ss_9; 
  when others => segs <= soff; 




Za kodirnik in dekodirnik je uporabljen stavek case. Omogoča istočasno prirejanje 
več pogojev. 
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case segs is 
 when ss_0 => valid <= '1'; bin <= x"0"; 
end case; 
Zgornji zapis pomeni, če je vrednost segs enaka vrednosti ss_0, potem naj valid 
prevzame vrednost '1' in bin naj prevzame vrednost '0'. 
 
Za testiranje dekodirnika, je najbolj enostavno, da se dekodirnik testira skupaj s 
kodirnikom. V testni strukturi se oba združi. Generira se vhode na dekodirnik, 
preverja pa se izhode iz kodirnika. Če so vhodi in izhodi enaki, potem se lahko 




4.1.3.2 Sedem segmentni kodirnik 
Kodirnik pretvarja 7 bitni signal, ki je primeren za BCD prikazovalnik v 4 bitni 






entity invsseg is 
port ( bin : out std_logic_vector (3 downto 0);  
 segs : in sseg_type;  
 valid : out std_logic); 
end invsseg; 
 
architecture impl of invsseg is 
begin process (all) begin 
 case segs is 
 when ss_0 => valid <= '1'; bin <= x"0"; 
 when ss_1 => valid <= '1'; bin <= x"1"; 
 when ss_2 => valid <= '1'; bin <= x"2"; 
 when ss_3 => valid <= '1'; bin <= x"3"; 
 when ss_4 => valid <= '1'; bin <= x"4"; 
 when ss_5 => valid <= '1'; bin <= x"5"; 
 when ss_6 => valid <= '1'; bin <= x"6"; 
 when ss_7 => valid <= '1'; bin <= x"7"; 
 when ss_8 => valid <= '1'; bin <= x"8"; 
 when ss_9 => valid <= '1'; bin <= x"9"; 
 when soff => valid <= '0'; bin <= x"0"; 
 when others => valid <= '0'; bin <= x"1"; 
Slika 4.9: Sedem 
segmentni kodirnik 
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Slika 4.10: V testni strukturi združena 
sedem segmentni dekodirnik in kodirnik. 




Pri kodirniku se prav tako uporablja stavek "case", ki priredi dve spremenljivki 
naenkrat. To sta " valid" in " bin". Bin v tem primeru predstavlja 4 bitni izhod. 
 
4.1.3.3 Testna struktura dekodirnik in kodirnik 
V testni strukturi sta združena 7 bitni izhod 
dekodirnika s 7 bitnim vhodom kodirnika 
(Slika 4.10). Primerja se vhod v dekodirnik in 
izhod iz kodirnika. Za pravilnost delovanja se 
preverja enakost 4 bitnega vhoda dekodirnika in 
4 bitnega izhoda kodirnika. 
 
 
Naloga testne strukture je, da združi dekodirnik in kodirnik. Na vhod pošilja 4 bitne 
vektorje v primernih časovnih razmakih, prebere izhod na dekodirniku in primerja 
oddani in prejeti vektor. Če se vektorja ujemata, izpiše "Test uspešen!" (Slika 4.12). 








entity test_sseg is 
end test_sseg; 
 
architecture test of test_sseg is 
 
 component sseg is  
port ( bin : in std_logic_vector (3 downto 0); segs : out 
sseg_type); 
 end component; 
 
component invsseg is 
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port ( bin : out std_logic_vector (3 
downto 0);  
 segs : in sseg_type;  




signal bin_in: std_logic_vector (3 
downto 0); 
signal segs: sseg_type; 
signal bin_out: std_logic_vector (3 
downto 0); 
signal valid: std_logic; 
signal err: std_logic; 




SS: sseg port map (bin_in, segs); 
ISS: entity work.invsseg(impl) port map 




report "Izpisane vrednosti: bin_in, 
segs, bin_out, valid"; 
err <= '0'; 
for i in 0 to 15 loop 
 bin_in <= 
conv_std_logic_vector(i,4); 
 wait for 10 ns; 
report to_hstring(bin_in) & " " & 
to_string(segs) & " " & 
to_hstring(bin_out) & " " & 
to_string(valid); 
 if bin_in < 4d"10" then 
 if (bin_in /= bin_out) or (valid 
/= '1') then 
  report "NAPAKA"; err <= '1'; 
 end if; 
else 
 if (bin_out /= "0000") or (valid 
/= '0') then 
  report "NAPAKA"; err <= '1'; 
 end if; 
 end if; 
end loop; 
assert err/='0' report "TEST USPESEN! 
err=" & to_string(err) severity note; 
assert err/='1' report "POJAVI SE 







Dogajanje v testni strukturi je prikazano v diagramu 
Slika 4.11: Diagram poteka testne 
strukture za dekodirnik in 
kodirnik. 
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poteka testne strukture (Slika 4.11). Zanka povečuje vrednost od 0 do 15. Vrednost 
se pretvori v binarno vrednost in to je tudi vrednost vhoda v dekodirnik. 
V testni strukturi se preverja ali sta vhod in izhod enaka. Preverja se tudi pretvorba v 
knjižnici sseg.contants. Če bi prišlo do napake, bi signal err prevzel vrednost '1'. Za 
izpis sta uporabljeni dva načina. Report je dvakrat uporabljen samostojno in nato v 
kombinaciji s stavkom if.  Prednost te kombinacije je, da lahko dodamo še dodatne 
stavke. V zgornjem primeru je dodano, da signal err prevzame vrednost '1'. 
Na koncu je uporabljen stavek assert. Pri tem stavku moramo biti pozorni na to, da 
vzame pogoj za izpis kot negirano vrednost.  V zgornjem prvem primeru je napisan 
pogoj za izpis err/='0'. Ta zapis pomeni, err je različen od nič. V tem primeru 
ukaz assert izpiše, kadar je err='0'.  
Prednost uporabe tega stavka je, da se lahko določi, kaj pomeni izpis. Za severity 
se napiše možnosti note, warning, error, failure, kar pomeni izpis, opozorilo, napaka, 
okvara. Za kontrolo delovanja je prikazan tudi grafični izpis (Slika 4.13). 
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Na naslednji sliki (Slika 4.14) je prikazana tehnološka simulacija 7-segmentnega 
kodirnika, ki je preveden za Alterin CPLD Max-II. Na grafičnem prikazu se lepo 
vidi, da se izhod spremeni po cca. 7ns po spremembi vhoda. V testni strukturi je 
Slika 4.13: Grafični prikaz testne strukture za dekodirnik in kodirnik 
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zakasnitev narejena na 10 ns, kar je glede na tehnološko simulacijo smiselna 
zakasnitev. 
 




4.2 Sekvenčna vezja 
Pravilo pri sekvenčnih vezjih je, da se pogoj za fronto ure uporabi le enkrat in na 
enem mestu opisanega sekvenčnega gradnika. Za prirejenimi signali je predstavljen 
register ali flip-flop. To je koristno za opisovanje zapletenih sekvenčnih vezij. 
 
4.2.1 Opis in testiranje preprostega sekvenčnega vezja 
V primeru, da želimo napravo, ki oddaja 16 logičnih signalov povezati na napravo, ki 
sprejema po 8 logičnih signalov, moramo vhodne signale razdeliti. Za to se uporabi 
izbirnik (Slika 4.15), ki vhodni signal razdruži na zgornjih 8 in spodnjih 8 signalov. 
Spodnji izbirnik je zasnovan tako, da kadar je signal cyc enak '0', se prenese na izhod 
spodjih 8 bitov, pri vrednosti '1' pa zgornjih 8 bitov. Vzorčenje poteka z najhitrejšo 










entity izbirnik is 
Port (     cyc : in STD_LOGIC; 
           clk : in STD_LOGIC; 
           logsig : in STD_LOGIC_VECTOR (15 downto 0); 





architecture Behavioral of  
izbirnik is 
signal q : std_logic_vector(15 downto 0); 





     
if rising_edge(clk) then 
 q <= logsig; 
Slika 4.15: Model vzorčevalnika in izbirnika vhodov 
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        if cyc='0' then 
            lala <= q(7 downto 0); 
        else 
            lala<=q(15 downto 8); 
        end if; 
    end if; 
end process; 
    dataout<=lala; 
end Behavioral; 
 
Pri ukazu process je napisano (clk). To pomeni, da se bo proces zaganjal samo ob 
spremembi urnega impulza. Sledi ukaz if rising_edge(clk) then, kar pomeni, 
da se v modelu vse spremembe dogajajo samo ob naraščajočem delu spremembe 
urnega signala. Če bi želeli, da se spremembe vršijo samo ob padajočem delu urnega 
signala, moramo uporabiti ukaz falling_edge(clk).  
 
4.2.1.1 Testna struktura s testnimi vektorji 
Naloga testne strukture izbirnika je, da generira urni signal, da v primernih časovnih 
razmikih pošilja podatke v model po vodilu logsig in da pošilja signal za izbiro 





entity IzbirnikTest is 
end IzbirnikTest; 
 




clk : in std_logic; 
logsig : in std_logic_vector(15 downto 0); 
cyc : in std_logic; 




signal clk : std_logic:= '0'; 
signal logsig : std_logic_vector(15 downto 0); 
signal cyc : std_logic; 
signal dataout : std_logic_vector(7 downto 0); 
constant T : time := 10 ns; 
constant D : integer := 16; 
constant B : integer := 14; 
 
type tabela is array (0 to 7) of std_logic_vector(15 downto 0); 
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constant izbira : tabela := ("0000000000000100", "0111000000011111", 
"0000001111000000", "0100000000000010", "1100000000000011", 




uut: izbirnik port map ( 
clk => clk, 
logsig => logsig, 
cyc => cyc, 
dataout => dataout 
); 
 
-- Clock process definitions 
clk_process: process 
begin 
clk <= '1'; 
wait for T/2; 
clk <= '0'; 
wait for T/2; 
end process; 
 
-- Cyc process definitions 
cyc_process: process 
begin 
cyc <= '1'; 
wait for B*T/3; 
cyc <= '0'; 







for a in 0 to 7 loop  
logsig <= izbira(a); 







Za testno strukturo so uporabljeni trije procesi. V prvem se generira signal ure (clk). 
V drugem se generira signal izbire zgornjih ali spodnjih 8 bitov. V tretjem procesu se 
generirajo signali. Testni vektorji so združeni v zbirko array. Izbira testnega 
vektorja je narejena s for zanko. Vrednost a pove, kateri vektor po vrsti naj bo 
izbran. Zamik for zanke se naredi z ukazom Wait. Ukaz naredi zamik naslednje 
izvršitve. V zgornjem primeru je D 16, kar pomeni, da bo med enim in drugim 
vhodnim signalom 16 urnih period. Skupaj je to 160 ns.  Vhod izbirnika cyc traja 3,3 
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časovnega cikla. V ukazih so konstante, da se pri testiranju hitreje prilagaja 
vrednosti.  
Rezultat testa se generira v grafičnem prikazu (Slika 4.16). Na grafičnem prikazu se 
jasno vidi, da se izhod spreminja samo ob urnem signalu. Razvidno je tudi, da se 
izhod spremeni eno časovno periodo kasneje, kot se spremeni vhod logsig ali signal 
izbire cyc. Rezultat se generira v dveh korakih. Pri prvem urnem signalu se izbere 
zgornjih ali spodnjih osem bitov. V naslednjem urnem signalu se vrednost prenese na 







4.2.2 Testiranje pomnilnika z uporabo datotek 
Za primer je vzet pomnilnik RAM, velikosti 16x8 
bitov, s sinhronim vpisom podatkov (Slika 4.17). 
Pomnilnik ima samo eno podatkovno vodilo. Podatek 
se vpiše v celico, ko je we='1'. Ob vrednosti '0' se 






entity TRam is 
port (adr : in std_logic_vector(3 downto 0); 
 dat : inout std_logic_vector(7 downto 0); 
 we, clk: in std_logic); 
end TRam; 
 
architecture ram168_arch of TRam is 
type tabela is array (0 to 15) of std_logic_vector (7 downto 0); 
signal m : tabela;  
 
begin 
dat <= m(to_integer(unsigned(adr))) when we='0' else "ZZZZZZZZ";  
Slika 4.16: Rezultat testne strukture izbirnika 
Slika 4.17: RAM 
4.2 Sekvenčna vezja 45 
 
p : process (clk) 
 
begin 
if rising_edge(clk) then 
 if we='1' then  --- vpisovanje 
 m(to_integer(unsigned(adr))) <= dat; 
 end if;  
end if; 
end process;  
end ram168_arch; 
 
V pomnilnik se shranjujejo vrednosti na naslove, ki so podani preko vodila adr. Prav 
tako se na podatkovno vodilo izpisujejo vrednosti, ki so na določenem naslovu. Za 
opis pomnilnika se uporablja zbirko array. Zbirka predstavlja nov podatkovni tip, ki 
ji je potrebno določiti območje indeksov in naslove celic. 
 
Stavek type tabela is array (0 to 15) of std_logic_vector (7 downto 
0) predstavlja podatkovni tip, ki vsebuje 8 bitne vektorje razporejene v 16-ih 
celicah.  
Kadar se uporablja dvosmerno (inout) vodilo je to tako imenovano tristanjsko 
vodilo. Med branjem in pisanjem je potrebno postaviti vodilo v stanje visoke 
impedance. To pomeni, da je potrebno vodilo sprostiti. Če se to ne naredi, dobimo ob 
branju ali pisanju vrednost "U", kar pomeni, da je nedefinirano stanje.   
 
4.2.2.1 Testna struktura za pomnilnik RAM 
Prva naloga testne strukture je, da pravilno prebere podatke iz datoteke in jih pošlje v 
model RAMa. Ti podatki so:  
- we, ki pove ali se podatek zapisuje ali naj se prebere; 
- adr je naslov, na katerega se 8 bitni vektor zapiše; 
- dat je 8 bitni vektor oziroma podatek, ki se zapiše v RAM; 
- clk je signal urnega impulza. 
Dogajanje je prikazano v diagramu poteka testne strukture za RAM (Slika 4.18). 
Drugi del testne strukture prebere podatke iz vseh naslovov RAMa in jih zapiše v 
datoteko.  
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LIBRARY ieee  ;  
library STD; 
use STD.textio.all;  
USE ieee.NUMERIC_STD.all  ;  
USE ieee.std_logic_1164.all  ;  
USE ieee.std_logic_textio.all  ;  
USE ieee.STD_LOGIC_UNSIGNED.all  ;  
  
entity TBram_test_file is 
end TBram_test_file; 
 
architecture TBram168_arch of TBram_test_file 
is 
component TRam  
port (adr : in std_logic_vector(3 downto 0); 
 dat : inout std_logic_vector(7 downto 0); 
 we, clk : in std_logic ); 
    END COMPONENT; 
 
signal clk, we, endsim, a  : std_logic := '0'; 
signal dat :  std_logic_vector(7 downto 0); 
signal adr : std_logic_vector (3 downto 0); 
constant T : time := 20 ns; 
constant B : integer := 2; 
begin 
 
uut: Tram port map ( 
clk => clk, 
we => we, 
dat => dat, 




   begin  
 if endsim='0' then 
 clk <= '1'; 
 wait for T/2; 
 clk <= '0'; 
 wait for T/2; 
 else 
  wait; 
 end if; 
   end process; 
 
RWFILE: process 
  file datoteka : text open read_mode is "vh_podatki.txt"; 
 variable vrsta : LINE; 
 variable podatekA : integer; 
  variable podatekB : integer; 
  variable c : integer range 0 to 20 :=0; 
Slika 4.18: Diagram poteka 
testne strukture za RAM. 
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file izh_dat : TEXT open write_mode is "izhod.txt"; 
procedure oddaj 
is 
variable vrstica: LINE; 
begin 
write(vrstica, adr); 






    we <='1'; 
  while not endfile(datoteka) loop 
readline (datoteka, vrsta); 
read (vrsta, podatekA); 
adr <= std_logic_vector(to_unsigned(podatekA,4)); 
read (vrsta, podatekB); 
dat <= std_logic_vector(to_unsigned(podatekB,8)); 
     wait for B*T; 
  end loop; 
 
dat<="ZZZZZZZZ"; 
    we <='0'; 
    wait for T; 
 
for c in 0 to 15 loop 
adr<= std_logic_vector(to_unsigned(c,4)); 
        wait for B*T ; 
           oddaj; 
end loop; 
 
wait for 3*T ; 
 endsim <= '1'; -- konec simulacije 
wait; 
end process RWFILE; 
end TBram168_arch; 
 
V testni strukturi za pomnilnik RAM, so uporabljene datoteke. Delo z datotekami je 
preprosto in učinkovito. Zelo dobro se obnesejo, če želimo opraviti več simulacij z 
različnimi podatki. Pri spremembi podatkov ni potrebno na novo združevati in 
simulirati projektov ampak se samo od začetka požene potek dogodkov. Datoteka 
(Slika 4.19) je vključena v testno strukturo kot spremenljivka tipa TEXT. Za branje 
vrstic je potrebna spremenljivka LINE. Branje datoteke je napisano v zanki, ki se 
konča, ko prebere zadnjo vrstico while not endfile(datoteka)loop. 
 
Vrstico se prebere z ukazom readline , podatek iz vrstice pa z ukazom read. 
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Za branje iz pomnilnika je tako kot v opisu modela, tudi v testni strukturi potrebno 
sprostiti podatkovno inout vodilo. Brez tega podatkov ne moremo prebrati. 
V testni strukturi je narejeno tako, da se prebrani podatki iz pomnilnika zapišejo v 
datoteko (Slika 4.19). Prednost je, da se podatki lahko zelo dobro obdelujejo in 
analizirajo. 
Za pisanje je uporabljen stavek procedure ali postopek. To je sekvenčni 
podprogram, ki ima vhodne in izhodne parametre. Pokliče se ga z imenom 
podprograma. Postopek je zelo uporaben, kadar želimo da se večkrat ali na večih 
mestih v programu izvede določen niz ukazov. Zapisano datoteko lahko odpremo v 










Vpisane podatke v pomnilnik se lahko preveri tudi z ModelSim orodji. Pod 





Na grafičnem prikazu se vidi prehod med pisanjem in branjem (Slika 4.21). Ko we 
zavzame vrednost 0, se začne branje iz pomnilnika RAM. 
Slika 4.19: Primer vhodne in izhodne datoteke. 
Slika 4.20: V ModelSim prikaz vrednosti pomnilnika. 





4.2.3 Testiranje serijskega vmesnika 
RS232 je serijsko oziroma zaporedno vodilo. Leta 1969, ko je bil standard razvit, je 
bil namenjen predvsem prenašanju podatkov med strežnikom in terminalom. V 
primeru prenašanja podatkov preko telefonskih linij, je bilo vodilo priklopljeno na 
modem. RS232 omogoča prenašanje na večje razdalje. Danes se ga največ uporablja 
za priključitev vmesnikov za zajem podatkov. Za RS232 se uporabljajo različni 
priključki. Najbolj pogosto se uporablja 9-pinski (DB-9) priključek. Za prenos 
podatkov skrbijo električni signali. Napetost ob +3 do +12 predstavlja logično 0, 
napetost med -3 in -12 predstavlja logično 1. 
 
Usklajevanje oziroma "handshaking" med računalnikom (DTE) in napravo (DCE) za 
začetek pošiljanja podatkov poteka na naslednji način: 
- prenos poteka po v naprej dogovorjenih bitnih frekvencah ; 
- podatkovni paketi potekajo asinhrono; 
- sinhronizacija ure sprejema poteka za vsak paket posebej; 
- računalnik najprej postavi RTS (ready to send) na vrednost '1', nato čaka 
odgovor na CTS (clear to send); 
- ko prejme odgovor, postavi DTR (data terminal ready) na '1' in začne s 
pošiljanjem. 
V podatkovnem paketu je prvi bit start bit, ki zavzame logično '0', sledi 8 




Ime Smer Opis 
1 DCD IN Data Carrier Detect. Detekcija prenosne linije. 
2 RX IN Receive Data. Sprejemanje podatkov. 
Slika 4.21: Grafični prikaz simulacije. 
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3 TX OUT Transmit Data. Oddajanje podatkov. 
4 DTR OUT Data Terminal Ready. Signal oddajanja podatkov. 
5 SGND - Ground. Referenčni  potencial 
6 DSR IN Data Set Ready. Podatki pripravljeni 
7 RTS OUT Request To Send. Zahteva po pošiljanju 
8 CTS IN Clear To Send. dovoljenje pošiljanja 
9 RI IN Ring Indicator. Indikator zvonenja 
 
Tabela 1: RS 232 - signali na računalniku [7]. 
 
4.2.3.1 Opis modela RS232 
Opis modela je razdeljen v tri glavne sklope (Slika 4.22). V prvem delu je opis 
vhodnih in izhodnih signalov. V drugem delu je opisan oddajnik in v tretjem 
sprejemnik. Signali rtsR, ctsR, dtrR so signali sprejemnika. Signali cts, rts, dtr so 
signali oddajnika.  
Oddajnik in sprejemnik sta napisana vsak v svojem 
procesu. To pomeni, da delujeta neodvisno drug od 
drugega. 
Model vodila RS232 je narejen s sekvenčnim 
avtomatom. Načrtuje se s pomočjo diagrama 
prehajanja stanj. Novo stanje je odvisno od 
prehodnega stanja. Za sekvenčni avtomat je 
potrebno navesti vsa možna stanja. Za opis stanj se 








entity RS232_DTE is 
    Port ( 
 clk : in std_logic;      
 data_in  : in std_logic_vector(7 downto 0);  
 send : in std_logic;     
Slika 4.22: Model RS232 
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      data_sent : out std_logic;                       
 data_out : out std_logic_vector(7 downto 0);     
      receive: out std_logic;                          
 receive_error: out std_logic;                    
 cts : in std_logic;     
 rts : out std_logic;     
 dtr : out std_logic;     
rxd : in std_logic;                              
      txd : out std_logic;                              
 rxavt : out string; 
 txavt : out string; 
 clktmpRR : out integer range 0 to 16; 
 clktmp1 : out integer range 0 to 16; 
 pulz1, branje : out std_logic := '0'  
    ); 
end RS232_DTE; 
 
architecture RS232_arch of RS232_DTE is 
 signal clktmp : integer := 0 ; 
 signal pulz : std_logic := '0'; 
 signal tx : std_logic; 
 signal data_temp : std_logic_vector(9 downto 0); 
 signal count : integer :=0 ; 
 signal rise, rx : std_logic; 
 signal stp : integer :=0 ; 
  
type Stanje is (Mirrr, Sprej, Poslj, Novvv);  
 signal stx: Stanje := Mirrr; 
  
signal clktmpR : integer := 0 ; 
 signal tempR : std_logic_vector(7 downto 0); 
 signal countR: integer; 
 
type StanjeR is (Mirrr, Cakaj, Start, Prejm, Stop0, Izpis, Stop1);  
signal srx: StanjeR := Mirrr; 
   
begin 
 
Podatki se zajemajo na sredini. Oddaja enega bita traja 16 urnih ciklov. Pri 8 ciklu se 
zajame oziroma podatek prebere. Izvede se delilnik urne frekvence.  
 
CL: process (clk)  
begin  
 if rising_edge(clk) then  
   if clktmp = 15 then 
 clktmp <= 0; 
    else  
 clktmp <= clktmp+1; 
    end if; 
    if clktmp = 8 then  
 pulz <= '1'; 
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    else  
 pulz <= '0'; 
    end if; 
 end if; 
end process; 
clktmp1 <= clktmp; 
pulz1 <= pulz; 
txd <= tx; 
 
4.2.3.2 RS232 oddajnik 
Oddajnik ima 4 stanja, ki so prikazana na 
diagramu poteka procesa oddajnika (Slika 4.23). 
Stanje Mir zavzame takrat, ko čaka na podatek 
za pošiljanje. Ko ga prejme, podatku doda start 
in stop bit. 
V stanju "Sprej" odda signal, da so podatki za 
oddajo pripravljeni. Čaka povratno informacijo 
– signal "cts", o pripravljenosti sprejemne 
oddaje. Števec za oddajo se postavi na nič. V 
stanju "Poslj" preverja signal "pulz1", ki je 16-
krat počasnejši kot signal ure. Ko je ena, postavi 
"dtr" na 1 in odda prvi bit. Z oddajo ponavlja, 
dokler ne odda vseh 10 bitov. V stanju "Novvv" 
preverja ali obstaja nov podatek za oddajo. Če 
obstaja, potem se vrne na stanje "Pošlji". Če ne 
obstaja, se vrne na začetek v stanje "Mirrr". 
 
txavt <= to_string(stx); 
T1: process (clk) 
begin 
 if rising_edge(clk) then 
   case stx is  
 
    when Mirrr =>  
     rts <= '0';         
     dtr <= '0'; 
     tx <= '1'; 
     data_sent <= '0'; 
     if send='1' then    
Slika 4.23: diagram potek procesa 
oddajnika 
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       data_temp <= '1' & data_in & '0';  
       stx <= Sprej; 
     end if; 
 
    when Sprej =>      
     rts <= '1';  
     if cts='1' then  
       count <= 0;       
       stx <= Poslj; 
     end if; 
    
    when Poslj => 
     if pulz='1' then 
 dtr <= '1'; 
 tx <= data_temp(count);  
 if count=9 then  
          data_sent <= '1';  
   stx <= Novvv;  
 else 
   count <= count + 1; 
 end if; 
     end if; 
 
    when Novvv => 
     data_sent <= '0'; 
     if send='1' then   
       data_temp <= '1' & data_in & '0';  
       stx <= Sprej; 
     else 
       rts <= '0';   
       dtr <= '0';  
       stx <= Mirrr; 
     end if;  
 
    when others =>  
     stx <= Mirrr; 
   end case; 
 end if; 
end process; 
 
4.2.3.3 RS232 sprejemnik 
 Sprejemni del ima 5 stanj (Slika 4.24). V stanju "Cakaj" postavi  signala 
receive_error in receive na 0. Čaka na start bit rx 0. Ko zazna prehod na 0, gre "Start" 
in čaka na sredino oddanega bita. V vezju je števec ure clktmpR, ki se ob prvem 
prehodu na 0 resetira, potem pa šteje do 15. Sredina bita je pri clktmpR=6, kjer 
preveri, če je rx še enak 0. Če ni, izpiše napako. Če je enak nič, gre v stanje 
prejemanja "Prejm". Čaka na sredino bita. Preverja, če je že prejel 8 bitov. Če jih ni, 
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števec bitov poveča za ena in zapiše prejeti 
bit. Ko je prejel vseh 8 bitov, gre v stanje 
"stop0". Nato preveri stop bit rx je 0. Če ni 
ena, javi napako in se vrne v stanje 
"Cakaj". Če je ena, izpiše prejeti podatek, 
receive postavi na 1 in gre v stanje 
"Cakaj". 
 
rx <= rxd; 
clktmpRR <= clktmpR; 





 if rising_edge(clk) then 
 
   if clktmpR = 15 then   
    clktmpR <= 0; 
   else  
    clktmpR <= clktmpR+1; 
   end if;  
  
   case srx is 
    
   when Cakaj => 
    receive <= '0'; 
    receive_error <= '0'; 
    if (rx = '0') then 
      clktmpR <= 0;  
      srx <= Start; 
    end if; 
 
   when Start =>   
    if clktmpR = 6 then 
      if rx = '0' then   
        srx <= Prejm; 
        countR <= 0; 
      else               
        receive_error <= '1'; 
        srx <= Cakaj; 
      end if; 
    end if; 
 
   when Prejm =>  
 branje <= '0';  
    if clktmpR = 6 then 
        if (countR < 8) then 
            tempR(countR)<=rx; 
            countR<=countR+1; 
       branje <= '1'; 
        else           
     srx <= Stop0; 
Slika 4.24: Diagram poteka 
sprejemnika 
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        end if; 
    end if; 
 
   when Stop0 =>  
      if rx = '1' then  
        srx <= Izpis; 
      else        
        receive_error <= '1'; 
        srx <= Cakaj; 
      end if; 
 
  when Izpis =>  
   data_out <= tempR; 
   receive <= '1'; 
   srx <=  Stop1; 
 stp <= 0; 
 
   when Stop1 => 
         receive <= '0'; 
 if stp < 4 then 
    stp <= stp +1;   
         srx <= Stop1; 
      else               
         srx <= Cakaj; 
      end if; 
 
 
  when others => srx <= Cakaj; 
  end case; 
 end if; 
end process; 
 
end architecture RS232_arch; 
 
 
4.2.3.4 Testna struktura za preizkušanje oddajnika 
Naloga oddajnika je, da sprejeti vektor preko vodila data_in razdeli na posamezne 
bite in se sporazume s sprejemnikom za začetek 
oddajanja. Na začetku odda start bit, nato podatke 
in na koncu stop bit. Ko konča z oddajanjem, mora 
preveriti, če obstajajo še podatki za pošiljanje. Če 
ne, zaključi z oddajanjem in pravilno postavi txd, 
rts in dtr. 
 
Za testiranje oddajnika je narejena testna struktura, 
kjer sta oddajnik in sprejemnik spojena skupaj 
(Slika 4.25). Signali iz oddajnika se spojijo s signali sprejemnika. Rezultat bi moral 
biti enak začetni vrednosti.   
Slika 4.25: Test RS232 za oddajnik 
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Za testne vrednosti oziroma vektorje je uporabljen array. S to funkcijo se v eni 
vrstici zapišejo vse vrednosti. Kasnejše spreminjanje podatkov je zelo enostavno in 
pregledno. Preko signala data_sent oddajnik sporoči testni strukturi, da je bil podatek 






entity Test_RS232 is 
end Test_RS232; 
 
Architecture Behavioral of Test_RS232 is 
 
component RS232_DTE is 
port (clk : in std_logic; 
      data_in : in std_logic_vector(7 downto 0); 
      send : in std_logic; 
      data_sent : out std_logic; 
      data_out : out std_logic_vector(7 downto 0); 
      receive : out std_logic; 
      receive_error : out std_logic; 
      cts : in std_logic; 
      rts : out std_logic; 
      dtr : out std_logic; 
      rxd : in std_logic; 
      txd: out std_logic; 
 rxavt : out string; 
 txavt : out string; 
 pulz1, branje : out std_logic;  
clktmp1 : out integer range 0 to 16; 
 clktmpRR : out integer  range 0 to 16); 
end component; 
 
signal clk : std_logic:= '0'; 
signal data_in : std_logic_vector(7 downto 0); 
signal send : std_logic; 
signal data_sent : std_logic; 
signal data_out : std_logic_vector(7 downto 0); 
signal receive : std_logic; 
signal receive_error : std_logic; 
signal cts : std_logic; 
signal rts : std_logic; 
signal dtr : std_logic; 
signal rxd : std_logic; 
signal txd : std_logic; 
constant T : time := 6510 ns; -- 16*9600 bit/s 
signal endsim: std_logic := '0'; 
signal clktmpRR1 : integer  range 0 to 16; 
signal pulz1, branje :  std_logic; 
signal clktmp1 :  integer range 0 to 16; 
signal rxavt :  string(1 to 5); 
signal txavt :  string(1 to 5); 
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type tabela is array (0 to 4) of std_logic_vector(7 downto 0); 
constant izbira : tabela := ("10010110", "11010011", "11011101", 
"11100010", "00011100"); -- testni podatki 
 
BEGIN 
uut: RS232_DTE port map ( 
 clk => clk, 
 data_in => data_in, 
 send => send, 
 data_sent => data_sent, 
 data_out => data_out, 
 receive => receive, 
 receive_error => receive_error, 
 cts => cts, 
 rts => rts, 
 dtr => dtr, 
 rxd => rxd, 
 txd => txd, 
branje => branje, 
pulz1 => pulz1, 
clktmp1 => clktmp1, 
 rxavt => rxavt, 
 txavt => txavt, 
 




 if endsim='0' then 
 clk <= '1'; 
 wait for T/2; 
 clk <= '0'; 
 wait for T/2; 
 else 
  wait; 
 end if; 
end process; 
 
cts <= rts; 





for a in 0 to 4 loop  
  data_in <= izbira(a); 
  wait until data_sent='1';  
  wait for T;   
end loop; 
 
 send <= '0'; 
 wait for 20*T;   
 endsim <= '1';  
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Rezultat testa oddajnika je prikazan v grafičnem prikazu (Slika 4.26). Za lažjo 
kontrolo so dodani signali. Ko oddajnik sprejme testni vektor data_in in signal send, 
se prične postopek za oddajo. Rts se postavi na 1, ker je spojen s cts, se tudi cts 
postavi na 1. Nato se dtr postavi na 1 in začne se oddajanje. Najprej start bit z 
vrednostjo 0, nato 8 podatkovnih bitov in na koncu stop bit. Signal pulz1 se proži 
vsakih 16 ciklov signala clk. Signal branje kaže točko zajema podatka. Podatek txavt 
izpisuje v katerem stanju avtomata se vrši proces pri oddajniku. Za oddajni del stanje 
avtomata izpisuje rxavt. Oddani signal vektor data_in je enak sprejetemu vektorju 
data_out. Na podlagi celotnega grafičnega zapisa sem prišel do zaključka, da oddajni 
in sprejemni del delujeta pravilno. 
 
 
Slika 4.26: Test RS232 oddajnika. 
 
4.2.3.5 Testna struktura za preizkušanje sprejemnika 
 
Pri prejšnjem testiranju sta bila oddajnik in sprejemnik povezana skupaj. Za 
pravilnost delovanja sprejemnika, je potrebno testirati sprejemni del posebej. V ta 
namen je napisana testna struktura. 
 
V načinu DTE je naloga sprejemnika, da prepozna začetek in konec vektorja in ga 
izpiše na vodilu data_out. 
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Testna struktura deluje na podoben način kot RS232 oddajnik na strani DCE. RS232 
je dvosmerna komunikacija. Ko DTE oddaja signale, lahko tudi DCE proti DTE 
kadarkoli oddaja signale. Sprejemna stran DTE je med oddajanjem vedno v stanju 
pripravljenosti na sprejem signalov. Zaradi lažjega testiranja, sem uporabil 
proceduro. Pri tej testni strukturi se pošlje 5 testnih vektorjev. Najprej so poslani trije 
vektorji, potem se prenos prekine. Čez 60 urnih period se oddajanje ponovno 
vzpostavi in testna struktura odda še dva vektorja. Ker se oddajanje 5-krat ponovi, je 
najboljša rešitev oddajanja s pomočjo procedure. Ta razdeli vektor na posamezne 
bite, doda start in stop bit in naredi primerne zakasnitve. 







entity Test_sprejem_no0 is 
end Test_sprejem_no0; 
 
Architecture Behavioral of Test_sprejem_no0 is 
 
component RS232_DTE is 
port (clk : in std_logic; 
      data_in : in std_logic_vector(7 downto 0); 
      send : in std_logic; 
      data_sent : out std_logic; 
      data_out : out std_logic_vector(7 downto 0); 
      receive : out std_logic; 
      receive_error : out std_logic; 
      cts : in std_logic; 
      rts : out std_logic; 
      dtr : out std_logic; 
      rxd : in std_logic; 
      txd: out std_logic; 
 rxavt : out string; 
 txavt : out string; 
 pulz1, branje : out std_logic;  
clktmp1 : out integer range 0 to 16; 
 clktmpRR : out integer  range 0 to 16); 
end component; 
 
signal clk : std_logic:= '0'; 
signal data_in : std_logic_vector(7 downto 0); 
signal send : std_logic; 
signal data_sent : std_logic; 
signal data_out : std_logic_vector(7 downto 0); 
signal receive : std_logic; 
signal receive_error : std_logic; 
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signal cts : std_logic; 
signal rts : std_logic; 
signal dtr : std_logic; 
signal rxd : std_logic; 
signal txd : std_logic; 
constant T : time := 6510 ns; -- 16*9600 bit/s 
signal endsim: std_logic := '0'; 
signal clktmpRR1 : integer  range 0 to 16; 
signal pulz1, branje :  std_logic; 
signal clktmp1 :  integer range 0 to 16; 
signal rxavt :  string(1 to 5); 
signal txavt :  string(1 to 5); 
 
type tabela is array (0 to 4) of std_logic_vector(7 downto 0); 
constant izbira : tabela := ("10010110", "11010011", "11011101", 
"11100010", "00011100"); -- testni podatki 
 
BEGIN 
uut: RS232_DTE port map ( 
 clk => clk, 
 data_in => data_in, 
 send => send, 
 data_sent => data_sent, 
 data_out => data_out, 
 receive => receive, 
 receive_error => receive_error, 
 cts => cts, 
 rts => rts, 
 dtr => dtr, 
 rxd => rxd, 
 txd => txd, 
branje => branje, 
pulz1 => pulz1, 
clktmp1 => clktmp1, 
 rxavt => rxavt, 
 txavt => txavt, 
 
 clktmpRR => clktmpRR1); 
 
-- Clock process definitions 
clk_process: process 
begin 
 if endsim='0' then 
 clk <= '1'; 
 wait for T/2; 
 clk <= '0'; 
 wait for T/2; 
 else 
  wait; 
 end if; 
end process; 
 




procedure oddaj(data: std_logic_vector(7 downto 0)) is 
begin 
rxd <= '0'; wait for 16*T; --start bit 
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rxd <= data(0); wait for 16*T; 
rxd <= data(1); wait for 16*T; 
rxd <= data(2); wait for 16*T; 
rxd <= data(3); wait for 16*T; 
rxd <= data(4); wait for 16*T; 
rxd <= data(5); wait for 16*T; 
rxd <= data(6); wait for 16*T; 
rxd <= data(7); wait for 16*T; 




rxd <= '1'; 
 
for a in 0 to 2 loop  
   data_in <= izbira(a); 
   oddaj(izbira(a)); 
 end loop; 
 wait for 60*T; 
 
  data_in <= "00000000"; send <= '0'; 
  rxd <= '1'; 
 wait for 10*T; 
 
 for a in 3 to 4 loop  
   data_in <= izbira(a); 
   oddaj(izbira(a)); 
 end loop; 
 wait for 20*T; 
  






Odziv in delovanje sprejemnika je prikazano na spodnji sliki (Slika 4.27). Testna 
struktura in sprejemnik sta se pravilno sporazumela in vsi podatki so bili pravilno 
sprejeti. Na grafičnem prikazu se vidi čas v mirovanju med prvim in drugim paketom 
testnih vektorjev. Glede na prikaz lahko zaključim, da v normalnih pogojih 
sprejemnik deluje brez napak. 
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Slika 4.27: Test RS232 sprejemnik 
 
4.2.3.6 Test start bita 
Kako se sprejemnik odziva na napačen start bit? Namesto start bita se pojavi kratek 
signal z vrednostjo '0'. Sprejemnik bi moral tak signal prepoznati kot napako. 
Dolžina vrednosti nič je enemu urnemu pulzu, nato se bo star bit spremenil na 1. 
 
Testna struktura je enaka kot prej, samo v delu procedure ne pošlje vektorjev, ampak 
spremenjen start bit. Za pravilno izvajanje testne strukture, je potrebno v prejšnji 




procedure oddaj is  
begin 
rxd <= '0'; wait for T; 





 for a in 0 to 4 loop  
 oddaj; 
 end loop; 
 wait for 60*T; 
  
 endsim <= '1'; 
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Na grafičnem prikazu (Slika 4.28) se vidi, da je bil poslan napačen start bit. 
Sprejemnik je bit zaznal in avtomat se je prestavil v stanje start. V poziciji start 
resetira uro in šteje urne cikle. Ker pri sedmem ciklu ni bilo vrednosti 0, je javil 
napako in se je vrnil v stanje cakaj. Na začetku pošiljanja je bil spremenjen bit start 
in je imel namesto vrednosti 0, vrednost 1. Sprejemnik je sprejel 2 testna vektorja, ki 
imata napačno vrednost. Napake pri pošiljanju je sprejemnik zaznal. Napaka se 
zazna, ko je signal recive_error na vrednosti 1. 
Zaključek testa je ta, da ob napačnem start bitu sprejemnik zazna napako. 
 
 
Slika 4.28: Test sprejemnika pod pogojem, da se pojavi zelo kratek start bit. 
Naslednja naloga je, da je start bit 1 namesto 0. 
procedure oddaj (data: std_logic_vector(7 downto 0)) is  
begin 
rxd <= '1'; wait for 16*T; 
rxd <= data(0); wait for 16*T; 
rxd <= data(1); wait for 16*T; 
rxd <= data(2); wait for 16*T; 
rxd <= data(3); wait for 16*T; 
rxd <= data(4); wait for 16*T; 
rxd <= data(5); wait for 16*T; 
rxd <= data(6); wait for 16*T; 
rxd <= data(7); wait for 16*8*T; 




Testna struktura je podobna kot prejšnja. Razlikuje se v delu procedure. Start bit ima 
vrednost 1, namesto 0. Vektor in stop bit se pošiljata normalno. 
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Slika 4.29: Odziv sprejemnika, ko ima test bit napačno vrednost 
Sprejemnik sprejme vektor takrat, kadar prejme naslednje zaporedje bitov. Prvi bit 
mora imeti vrednost 0, nato je 8 podatkovnih bitov in nato stop bit. Če se v zaporedju 
več poslanih bitov zgodi naključje, da ima nek bit vrednost 0 in da je vrednost 
desetega bita 1, potem sprejemnik prepozna podatke kot prejeti vektor. V zgornjem 
primeru (Slika 4.29) se na grafikonu vidi, da je bila dvakrat zaznana napaka. V nizu 
petih poslanih vektorjev je  sprejemnik sprejel 2 napačna vektorja. 
Ugotovitev je, če je start bit prekratek ali če ga ni, potem sprejemnik zazna napake.  
 
4.2.3.7 Test stop bita  
S testno strukturo se preveri odziv sprejemnika v primerih, ko manjka stop bit. 
V procedurnem delu se umakne stop bit, ostalo v testni strukturi ostane enako. 
 
procedure oddaj(data: std_logic_vector(7 downto 0)) is 
begin 
rxd <= '0'; wait for 16*T;  
rxd <= data(0); wait for 16*T; 
rxd <= data(1); wait for 16*T; 
rxd <= data(2); wait for 16*T; 
rxd <= data(3); wait for 16*T; 
rxd <= data(4); wait for 16*T; 
rxd <= data(5); wait for 16*T; 
rxd <= data(6); wait for 16*T; 
rxd <= data(7); wait for 16*T; 
--rxd <= '1'; wait for 16*T; -- umaknjen stop bit 
end oddaj; 
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Testna struktura je pošiljala bite testnih vektorjev, vendar na koncu ni bil dodan stop 
bit. Sprejemnik je zaznal napake (Slika 4.30). Oddanih je bilo 5 testnih vektorjev, 
sprejeta sta bila dva napačna. Sprejemnik je zaznal tudi 3 napake. Napako zazna 
takrat, ko na desetem bitu zazna vrednost 0. Zaradi naključnih podatkov, se lahko 
podatki razvrstijo tako, da je deseti bit vrednost 1. Sprejemnik bo to zaznal kot stop 
bit.  
Zaključek testa je, da sprejemnik lahko zazna, da ni stop bita oziroma so podatki 
napačni. Ali bo zaznal napako, je odvisno od kombinacije podatkov, ki jih prejema.  
 
 
Slika 4.30: Test sprejemnika pod pogojem, da ni stop bita. 
 
4.2.3.8 Test sprejemnika pri neusklajenih frekvencah med oddajnikom in 
sprejemnikom 
S testno strukturo se lahko preveri delovanje z različnimi frekvencami. Preverja se 
odziv sprejemnika, če sprejema s periodo 16*T, oddajnik pa oddaja s periodo 15*T. 
 
V testni strukturi je dodana konstanta z imenom perioda. Za prvi test je konstanta 
nastavljena na 15, kar pomeni, da bo med pošiljanjem bitov zamik 15 urnih ciklov. 
Za drugi test bo konstanta nastavljena na 4, kar pomeni da bo frekvenca popolnoma 
drugačna. 
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procedure oddaj(data: std_logic_vector(7 downto 0)) is 
begin 
rxd <= '0'; wait for perioda*T; 
rxd <= data(0); wait for perioda*T; 
rxd <= data(1); wait for perioda*T; 
rxd <= data(2); wait for perioda*T; 
rxd <= data(3); wait for perioda*T; 
rxd <= data(4); wait for perioda*T; 
rxd <= data(5); wait for perioda*T; 
rxd <= data(6); wait for perioda*T; 
rxd <= data(7); wait for perioda*T; 





Slika 4.31: Test sprejemnika, v primeri različnih frekvenc med oddajnikom (15*T) in sprejemnikom 
(16*T). 
Na grafičnem prikazu prvega primera (Slika 4.31), ko je bila frekvenca sprejemanja 
malo nižja od frekvence oddajanja, je sprejemnik zaznaval napake. Od petih testnih 
vektorjev, ni bil noben sprejet. 
 
V spodnjem primeru (Slika 4.32), ko je perioda oddajanja 5*T. Sprejemnik prav tako 
zazna napake. Zaradi naključja podatkov je sprejemnik prebral nek napačen vektor. 
 
V obeh primerih se pokaže, da morata biti frekvenca za pravilnost delovanja 
popolnoma usklajena. 
4.2 Sekvenčna vezja 67 
 
 
Slika 4.32: Test sprejemnika, v primeru popolnoma različnih frekvenc med oddajnikom (5*T) in 
sprejemnikom (16*T). 
 
4.2.3.9 Testna struktura za ugotavljanje največje razlike frekvenc 
Glede na prejšnje simulacije se postavlja vprašanje, v katerem pasu RS232 še 
sprejema. 
Cilj testne strukture je, da generira pas različnih frekvenc v okolici 16*T. V prejšnjih 
primerih je bila perioda izbrana preko konstante constant in je bila integer  
podatkovnega tipa. Zaradi lažjega spremljanja sem periodo spremenil v signal. Ker 
se bo frekvenca spreminjala po koraku 0.1, mora biti signal tipa real, kar pomeni 
realno število. Glavna sprememba te testne strukture je dvojna zanka loop. (Slika 
4.33) Zunanja zanka povečuje frekvenco, ki jo izračunava preko spremenljivke i. I se 
povečuje v zanki od 0 do 30. Da se dobi decimalno število, se i deli z 10. Za končno 
vrednost se i/10 prišteje začetni točki (14,7). Pred vsakim številom ali spremenljivko 
je potrebno napisati, da je podatkovnega tipa real. 
Notranja zanka pošilja testne vektorje v proceduro za nadaljnjo obdelavo. 
 
library IEEE; 




entity Test_sprejem_no3a is 




Architecture Behavioral of Test_sprejem_no3a is 
 
component RS232_DTE is 
port (clk : in std_logic; 
      data_in : in std_logic_vector(7 downto 0); 
      send : in std_logic; 
      data_sent : out std_logic; 
      data_out : out std_logic_vector(7 downto 0); 
      receive : out std_logic; 
      receive_error : out std_logic; 
      cts : in std_logic; 
      rts : out std_logic; 
      dtr : out std_logic; 
      rxd : in std_logic; 
      txd: out std_logic; 
 rxavt : out string; 
 txavt : out string; 
 pulz1, branje : out std_logic;  
clktmp1 : out integer range 0 to 16; 
 clktmpRR : out integer  range 0 to 16); 
end component; 
 
signal clk : std_logic:= '0'; 
signal data_in : std_logic_vector(7 downto 0); 
signal send : std_logic; 
signal data_sent : std_logic; 
signal data_out : std_logic_vector(7 downto 0); 
signal receive : std_logic; 
signal receive_error : std_logic; 
signal cts : std_logic; 
signal rts : std_logic; 
signal dtr : std_logic; 
signal rxd : std_logic; 
signal txd : std_logic; 
constant T : time := 6510 ns; -- 16*9600 bit/s 
signal perioda1 : real := 15.0; -- perioda 
signal endsim: std_logic := '0'; 
signal clktmpRR1 : integer  range 0 to 16; 
signal pulz1, branje :  std_logic; 
signal clktmp1 :  integer range 0 to 16; 
signal rxavt :  string(1 to 5); 
signal txavt :  string(1 to 5); 
 
type tabela is array (0 to 7) of std_logic_vector(7 downto 0); 
constant izbira : tabela := ("10010110", "11010011", "11011101", 





uut: RS232_DTE port map ( 
 clk => clk, 
 data_in => data_in, 
 send => send, 
 data_sent => data_sent, 
 data_out => data_out, 
 receive => receive, 
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 receive_error => receive_error, 
 cts => cts, 
 rts => rts, 
 dtr => dtr, 
 rxd => rxd, 
 txd => txd, 
branje => branje, 
pulz1 => pulz1, 
clktmp1 => clktmp1, 
 rxavt => rxavt, 
 txavt => txavt, 
 
 clktmpRR => clktmpRR1); 
 
-- Clock process definitions 
clk_process: process 
begin 
 if endsim='0' then 
 clk <= '1'; 
 wait for T/2; 
 clk <= '0'; 
 wait for T/2; 
 else 
  wait; 





procedure oddaj(data: std_logic_vector(7 
downto 0)) is 
begin 
rxd <= '0';wait for perioda1*T; --start 
bit 
rxd <= data(0); wait for perioda1*T; 
rxd <= data(1); wait for perioda1*T; 
rxd <= data(2); wait for perioda1*T; 
rxd <= data(3); wait for perioda1*T; 
rxd <= data(4); wait for perioda1*T; 
rxd <= data(5); wait for perioda1*T; 
rxd <= data(6); wait for perioda1*T; 
rxd <= data(7); wait for perioda1*T; 






 rxd <= '1'; 
 wait for 10*T; 
 
 for i in 0 to 30 loop  
   perioda1 <= real(14.7) + real(i) / real(10); 
   wait for T; 
 
     for a in 0 to 7 loop  
 data_in <= izbira(a); 
    oddaj(izbira(a)); 
 wait for T; 
Slika 4.33: Diagram poteka testne 
strukture za testiranje širine 
frekvenčnega pasa. 
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     end loop; 
 
 end loop; 
 wait for 20*T; 
 






Na grafičnem prikazu (Slika 4.34), sta obkrožena dva signala. Prvi receive_error 
prikazuje napake, perioda1 pa prikazuje faktir periode, s katero testna struktura 
oddaja bite proti sprejemniku RS232. Sprejemnik deluje s periodo 16*T. Kot se vidi 
spodaj, oddajnik lahko oddaja od 15,3*T do 16,9*T. Če je testna struktura dobro in 
pravilno zasnovana, se lahko z majhnimi spremembami naredi čisto drugačen test. 
Uporaba procedur se v takih primerih zelo obrestuje. 
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4.2.3.10 Test usklajevanja – kako deluje oddajnik, če ne prejme cts potrditve? 
Testna struktura je enaka, kot v podpoglavju 3.2.3.3, s to razliko, da je se cts ne 
odzove, ko oddajnik pošlje signal rts. Za oddajo so pripravljeni štirje vektorji. Ob 
pravilnem delovanju oddajnika, bi začel oddajati, ko iz sprejemnika prejme 
potrditveni bit cts. 
 
Slika 4.35: Test usklajevanja - preverjanje cts bita. 
Na zgornji sliki (Slika 4.35) se vidi, da se podatek naloži v oddajnik. Oddajnik 
postavi rts na vrednost 1 in potem čaka v stanju "Sprej" na sprejem cts bita z 








Namen zaključnega dela je bil prikazati uporabnost testnih struktur kot pripomoček 
pri simulaciji digitalnih vezij. 
Skozi diplomsko delo so strukturirano razdelani različni primeri uporabe jezika 
VHDL in testnih struktur. Prikazano je na kakšen način se lahko preverja in 
prikazuje rezultat simulacije. V primerih so zajete tudi procedure oziroma paketi. 
Njihova uporaba je nujna za dobre testne strukture. Primeri so v celoti napisani in 
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