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ZUSAMMENFASSUNG
Das Ziel dieser Arbeit ist, anhand der Eigenschaften des
META-II/X-Systems und einer konkreten Compilerimplementierung fuer IMl
zu zeigen, dass es mit einem einfachen und universell einsetzbaren
Symbolprozessor sehr leicht moeglich ist, Precompiler fuer
problemorientierte Sprachen zu erstellen .. Hierbei steht die Tatsache im
Vordergrund, dass keine handcodieden Hilfsroutinen fuer die spezielle
Implementierung hinzugefuegt werden mussten .. Die Uebersetzung von IMl
wird einzig und allein durch dIe in der Meta-Sprache abgefasste
Compilerbeschreibung definierte
Insgesamt erweist sich META-lI/X als ein relativ leicht zu handhabendes
System fuer die Uebersetzungsautomatisierung expliziter Sprachen ..
Entscheidend hierfuer ist die Wahl einer Assemblersprache als
Objectsprache, wodurch nicht vollstaendig aufgeloeste Referenzen in die
Asseablerebene uebertragen werden koennen. Die Implementierung
beinhaltet die Moeglichkeit einer problemlosen Uebertragung des gesamten
Systems inclusive der internen Compilerdarstellungen ..
ABSTRACT
The Metacompiler System META-II/X - Implementatien of a CAMAC IML
P recompi le r
It i3 the ebjective of this work to demonstrate by the properties ef the
META-lI/X system and concrete compiler implementation for IMl that a
simple and universally applicable symbol precessor allows to develop in
a very easy manner p~ecompilers tor problem oriented language9 .. The main
feature consists in the tact that no auxiliary routines coded manually
had to be added tor special implementation" The translation of nil i9
exclusively defined ~~ the compiler de9cription written in the META
la nguage ..
As a whole, META-IIlX prolles to be a system which i9 relatively
convenlent ta handle in auto~ating the translation of explicit
languages .. The declsi/e point is the chaise of an assembler language CIS
target language a 110141 ng 1:0 transfer to the assembler level ref'erences
not completely resolved .. Implementat ion includes the possibil ity of an
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Seit Erscheinen der grundlegenden Arbeiten von ehomsky (1), die von der
grammatikalischen Erfissung einer Sprache ausgehen, hat sich in der
Datenverarbeitung in immer staerkerem Masse der Trend zu ei ner
Automatisierung des Uebersetzer-Schreibens durchgesetzt .. Schon in der
ersten Haelfte der sechziger Jahre existierten in den USA eine Vielzahl
von Konzeptionen und Programmsystemen, sogenannte
Trans lat or-Writ ing-Systems (TWS h die in der Arbeit von Fel dmann und
Gries (2) zusammengefasst sind.
Die dem vorliegenden META-II/X-System (A-7) zugrundeliegende Konz~ption,
das ME TA - I 1- Pr i n z i p vo n D. V.. Sc hol' re (3), geh t e ben i a I I s b is zum J a hr e
1964 zurueck .. Die allgemeine Behandlung der Compilererstellung als einer
Symbol-Manipulations-Aufgabe gibt dem META-II/X-System teils mehr, teils
weniger Kapazitaeten als sie die eigentl ichen TWS's besitzen, die von
einer gegebenen Grammatik ausgehen (2) .. Kapitel 2 diesel" Arbeit
beschaeftigt sich damit, gerade diese Kapazitaeten darzustellen .. Unter
dieser Elnschraenkung (2) sind Systeme wie META-II/X als
syntax-orientierte Symbolprozessoren in die KategorIe der TWS
einzureihen ..
Die vorliegende Arbeit ist zum einen Teil eIne umfassende Beschreibung
der Moeglichkeiten und Verfahren der Compilererstellung mit dem
Metacompiler-Slistem, META-lI/X, und zum anderen Teil eine detaillierte
Diskussion einer konkreten Implementierung eines Precompilers fuer die
'CAMAC intermediate level language', IHL .. Ausgangspunkt hierfuer war das
Projekt der rechnergefuehrten Zyklotronkontrolle mit einem eDc 3100
Rechner ueber ein CAMAC-Multi-Branch-System (4) 13m Isochronzyklotron der
GFK, Karlsruhe .. Es be!d: end der Wunsch, die Anwendungsprogramme nicht In
Maschinen-, sondern in eIner CAMAC-spezirtschen Sprache, d.h .. einfach
und uebersichtlich zu programmieren .. Dazu musste die erforderl iche
Systemsoftware, ein Precompil er fuer eine CAMAC Sprache, se lbat
entwickelt werden (5) .. Was die CAMAC Sprache und ihren Sprachlevel
anbetraf, so wurde das Konzept der ESONE-CAMAC-Software-Working-Gruppe
(SWG), die 'CAMAC Intermediate Language U (IML), aufgegriffen.. Die
Gruende f'uer diese EntscheIdung waren in erster Linie, dass IML dem
~unsch nach schneller und leichter Implementierung entspricht, und
zweitens, dass IML ein angehender internationaler Standard ist ..
Auf der Basis der einfachen IML Syntaxstruktur (6) empfiehlt sich die
ImplementIerung eines IML-Precompilers durch ein syntaxorientiertes
'Trans lator-Writ Ing-SlI!Jtem' (T\I)S) .. Wie im weiteren Verlauf der Arbeit
gezeigt wird, Koennen mit dem relativ einfachen Slistern eines
syntaxorientierten Slimbolprozessors, META-II/X, saemtliche Funktionen
bereitgestellt werden, um IML in eine Assemblersprache, CDC-cOMPASS, (7)
zu uebersetzen .. Es wird terner gezeigt, dass dies zum einen auf die
einfache Syntaxstruktur von IML und zum anderen auf die Wahl einer
Assemblersprache als Objectcode zurueckzufuehren ist ..
2 META-II/X-SYSYEM
In de r Gru ppe
da s von D.. V.
Anwendu ng,
der svntax-orient ierten Symbolprozessoren zeichnet sich




Erweiterungseigenschaften und eine relativ grosse Klasse beschreibbarer
Sprachen aus. Im Gegensatz zu den meisten TWS gp.ht die
META-lI-Konzeption davon aus, dass Parsing und Codegenerierun(:J en(:J
pekoppelt sind. Sie resultiert explizit darin, dass beide Prozesse durch
eine Menge BNF-aehnlicher Regeln definiert werden. Die Regeln, die von
einer durch sie dargestellten Satzstruktur ausgehen, stellen im Prinzip
rekursive Recognizer mit eingebettetem semantischem Output dar. Diese
strukturelle Kopplung von Suntax und Semantik ergibt eine Verknuepfung
des Parsings mit der codegenerierung. Weiterhin resultiert hieraus, dass
META-IIjX im allgemeinan als One-pass-Uebersetzer arbeitet, obwohl durch
geeignete Formulierunq auch Multi-pass-Parsing moeglich ist.
META-lI/X bietet wesentliche Erweiterungen und weitere Eigenschaften
gegenueber dem urspruenglichen META-II-Sustem (~). Dies sind im
einzelnen die f;1oegliehkeiten, Backups zu formulieren, und die
Eigenschaft, symbolis~hen Output fuer Assemblersprachen zu produzieren
(Abschnitte 2.2.2 und 2.3.2). Es unterscheidet sich gegenueber anderen
Weiterentwicklungen von META-lI (8,9,10,11) dadurch, dass versucht
wurde, obige Erweiterungen einzugliedern, ohne die Klarheit und
Uebersicht I ichkeit der urspruengl ichen Meta-Sprache des META-lI-Systems
aufzugeben.
2.1 Pr inz i p
Die Erstellung eines C:>mpilers mit META-lI/X besteht in der Aufgabe, die
Definitionsregeln eber Sprache in der geeigneten Notation zu
t'ormul ieren und mit Hi lfe des Systems in ein ausfuehrbares Programm zu
uebersetzen. Die fuer das META-II/X-System geeignete Notation ist die
sogenannte Met asprache, ein BNF-aehnl iches System von hlerarchi sch
angeordneten Produktionsregeln, die Syntax und Semantik der zu
definierenden Sprache beschreiben (A-6-1).
Um einen compi leI' zu erzeugen, wird die im Input angebotene
Metabeschreibung in eine interne Darstellungsform uebergefuehrt. Die
interne Darstellungsform repraesentiert einen Compiler in der Form ei nes
ausfuehrbaren Progr3mmes. Dieses Programm wird von einem
Syste1\unterprogralJ1m, dem Meta-Simulator, ausgefuehrt. Die interne
Darstellungsform wird daher als 'Meta-(Simulator-)Maschinencode' (A-2)
bezeichnet. Der detaillierte Ablauf der Uebersetzung von
Metabeschreibunq in Meta-Maschinencode geschieht ueber die Zwischenstufe
einer symbolIschen Assemblersprache, der Meta-Assemblersprache (A-2).
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= Compiler in MS
= Compiler in MA
= Compiler in MC
Obiger Ausdruck (BI) ist so zu interpretieren, dass, mit Hilfe der
Meta-Maschine SIM(Cf1C) die Metabeschreibung CMS zunaechst in cMA
uebersetzt wird. CMA wird anschliessend durch den Meta-Assembler ASS in
die interne Darstellungsform CMe ueberruehrt (Abb .. 1).
COMPUTER
META -IIIX - SYSTEM
Input Mefacompiler
SIM (MG)
Compiler ~- ICOMPILER CMC If-J--Description CMS
SIM
"
ICOMPILER CMA 1 ASS
Abb. 1 Aufbau und Arbeits~eise des META-II/X-Systems
2.1.1 Selbstbeschreibung
Die Grundidee des META-lI-Konzeptes basiert auf der Moeglichkei t, in MS
einen Compiler zu formulieren, der die eigene Meta-Beschreibung
uebersetzen kann, d.h. Selbstbeschreibungseigenschaften besitzt. Sei
cMCO e eine geeignete Version, so kann dieser Vorgangfolgendermassen
dargestellt werden:
(B2) CMS( SI M( CMCO' )+ASS) -) eMe
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Durch Auswahl geeigneter Froduktionsregeln kann eine Metabeschreibung
eMSO derart formuliert werden, dass damit ein Compiler CMeO erzeugt
werden kann, der, bi s auf redundante Elemente, ident isch mit der per
Hand codierten Version CMeOe ist.
In Kurzform:
(B3) CMSO(SIM(CMCO' )"'ASS) -> CMCO
Ein weiterer Uebersetzungslauf von CMSO mit SIMCCMCO),
(84 ) CMSO(SIM(CMCO)+ASS) -) CMCO
kann den aus (B3) er hai t enen Comp i 1 er CMC 0 reproduzieren.
Ein Beispiel der formulierung geeigneter Regeln zur Selbstbeschreibung
von CMCO sei in der folgenden, nur von den Grundsymbolen,
(B5) NONTERMINAL, TERMINAL, LETTER, DIGIT
und den unmittelbar daraus abgeleiteten Primitivsymbolen bzw. speziellen





















.ID '::=' $ EXPR ';' ;
ELMT $ C • I' ELMT ) ;
.ID/·STR/'·IDej'.STR'1
'C' EXPR ')' 1 '$' EXPR
Diese Beschreibung (B7) besitzt zwar keinen Semantikoutput und kann
daher nicht unmittelbar fuer den Selbstbeschreibungszyklus von META-II/X
eingesetzt werden (v;:) I hierzu A-6-1); sie genuegt aber der fuer eine
Selbstbeschreibung notwendigen syntaktischen Voraussetzung. Diese, in
CB7) enthaltene Voraussetzung kann explizit so formuliert werden, dass
alle, auf der rechten Seite einer Produktionsregel erscheinenden Terme
entweder
( B7 .. 1 )
sein muessen.
Grundsymbole (B5)
aus Grundsymbolen abgeleitete Primitivsymbole (B6)
oder Aufrufe an andere, in der Metabeschreibung
entha Itenen Produktionsregeln (B7)
2 .. 1.2 Erweiterung
Der Compiler CMcO kann dadurch erweitert werden, dass der Beschreibung
CMSO eine Menge cMS' weiterer Produktionsregeln oder Alternativen von
Produktionsregeln (A-6-2) hinzugefuegt werden:
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(B8) CMSI = CHSO + CMS'
Nach der Uebersetzung 110n CMSI
( B9 ) CMSl(SIM(cMCO)+ASS) -) cMC!
erhaelt man einen Compiler, eMcl, der ebenfalls seine eigene
Beschreibung uebersetzan kann; d.h. auch der Uebersetzungsvorgang:
(Cl) CMSI (SI M( CHCl )+ ASS) -) CMCI
liefert den Compiler CMCI (Abb. 2). Ueberdies kann mit CMCl auch die
urspruengliche Metabeschreibung, eMSO, uebersetzt werden:
( C2 ) eMSO(SIM(eMCI)+ASS) -) cMCO
Die wichtigste, (Cl, und (C2) zugrundeliegende Eigenschaft ist, dass nur
solche Erweiterungen vorgenommen werden, die entweder redundant oder
invariant gegenueber der Selbstbeschreibungseigenschaft sind (·B7.1).
Abb. 2
CMSO - Metabeschreibung von CMCO
CMCO - Compiler tür CMSO
CMSI - /vfetabeschreibung von CMCI
CMC1 - Compiler für CMSI
CMS(Y) - Beschreibung der Sprache Y
CMC(Y) - Compiler für Sprache Y
Erweiterungszl/klus in MEi:TA-II/X
CMCIY)
Das folgende Beispiel mit dem direkt aus Grundsymbolen abgeleiteten
Pr im it ivsymbol
( C3) .NUM = DIGIT •••
sei als Erweiterun::J von (B?) unter Erhaltung der syntaktischen
Se I bst bes ch rei bu ngse i gen sC haft an ge fuehr t.
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$ sr MT ;
• 10 '::=' $ EXPR ;
ELMf ( $ ( '/' ELMT ) / $ <' / •EL MT) ) ;
• ID I • STR / • NUM /' • I D• /' • STP' /' • NU M' /
'('EXPR' )'/'<'EXPR')'/ '$' EXPR ;
(C4) erwei tert die Beschreibung (B7) um die Moeglichkeit der Verwendung
von ganzen Zahlen und eckigen Klammern, '(','>'. (Ein Beispiel mit
Seman t ikou tput ist in A-6-1 gegeben .. )
Wie im weiteren Verlauf dieser Arbeit gezeigt wird, eroeffnet die
Erweiterungsfaehigkeit des META-II/X-Svstems damit prinzipiell folgende
Moegl i chke i ten:
(C 5 )
2.2
Be 0 t s t l' a pp in Q
Aendel'unQ der Metabeschreibung
Definition anderer Sprachen
Me taco mp i I e r
ME1A-II/X ist phNsikalisch in drei Einheiten, den Kommandoprozessor, den
Meta-Simulator SIt~ und den Meta-Assembler ASS, eingeteilt. Das gesamte
Svsten ist in fORTRAN IV geschrieben. Der Kernspeicherbedarf des
fORTRAN IV Programms betraegt auf einer IBM/370 ungefaehr 24 k BVtes
ohne Datenbereiche fuer compiler, Siack-, Svstem-, und Programm-Buffer.
(Weitere Systemwerte sind A-5 zu entnehmen.) Die logische Einteilung
(Abb. 1) geschieht zweckmaesslgerwelse in Kommandoprozessor (Input) und
Metacompiler, der wiederum aus der Meta-Maschine SIM(MC) und ASS
besteht. Wie aus Abb. 1 zu entnehmen ist, setzt sich SIM(MC} aus SIM und
dem compiler CMe zusammen.
Der Kommandoprozessor hat im wesentlichen die Aufgabe, anhand der
Steuerkommandos (siehe A-l) den Arbeitsablauf b2w. die ßetriebsart des
Metacompilers zu ermitteln und zu steuern .. Ausserdem unterstuetzt er den
Input/Output des Mehcompilers, wie z .. B. Laden oder Ablagern der in MA
oder Me vorliegenden bzw .. produzierten compilerversionen.
Die Betriebsarten des Metacompilers sind:
( e6) 1. campi lerlauf
2. Assembledauf
3. eompiler- + AssemblerlauC
Im Compilel"lauf (1.) wird das im Input angebotene Programm in eine durch
den Compiler CMC festgelegte Assemblersprache uebersetzt.. Ist der
Programminput die Metabeschreibung eines Compilers, so wird der Output
von SIM zwangslaeufi~ in MA sein. Ein in MA vorliegender compiler wird
im Assemblerlauf von ASS in Me uebersetzt. Dies kann entweder in einem
getrennten Lauf (2.) oder unmittelbar im Anschluss an den Compi lerlauf
(3.) geschehen. Durch Betriebsart (2.) ist die Transportabilitaet eines
Camp! lers ges ichert 9 da MA von der speziellen B~te-Struktur des
ausfuehrenden Rechners unabhaengig ist (im Gegensatz 2ur internen
Darstellung in MC) ..
Um eine im Input angebotene Sprachbeschreibung oder ein in einer
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bestehenden Sprache geschriebenes Programm zu uebersetzen, wird vom
Kommandoprozessor der entsprechende CMC-Compller geladen und die
PrograR\n:kontrolle an S1M uebergeben.
S1M besteht aus einer Reihe von Grundfunktionen (A-7, A-2) und ei nem
zentralen Steuerte!l in der form einer fORTRAN-tGCTO'-Anweisung. Die
Menge der Grundfunktionen besteht aus einer Reihe von Rekursivaufrufen,
Verzweigungs-, Test- und output-Instruktionen. Der Ablauf der
Uebersetzung wird von dem CMC-Compiler mit Hilte des zentralen
SIM-Steuerteils best immt und kontroll iert. Jede Grundfunktion erhaelt
vom SIM-Steuerteil die Kontrolle und gibt sie nach erfolgter Operation
wieder an ihn zurueck.
SIM(MG) Ist im wesentlichen dadurch charakterisiert, dass sie dem
Uebersetzungsvorgang einen internen Wahr/Falsch-Schalter S zuordnet. Ein
Pt" 0 9 r am Iil ist da mit gena u dan n r 1c h t i 9 u e be r set z t, wen n am End e der
Uebersetzung der Schalter S den Wert 'wahr' besitzt. Die Grundfunktionen
von SIM(Mc) koennen bezueglich S prinzipiell in zwei Gruppen - die der
aktiven und die der passiven funktionen eingeteilt werden. Die
Funktionen passiver Art veraendern den Wert von S nicht, sondern machen
entweder ihre Aktion von dem Wert ven S abhaengig
(Verzweigungsinstruktionen) oder operieren unabhaenglg von dem Wert von
S (Outputinstruktionen und Rekurslvaufrufej. Die aktiven funktionen -
alle Testtunktienen - veraendern den Wert von S in Abhaengigkeit eines
im Input getesteten Ausdruckes. SIM( Me) besitzt drei verschiedene Arten
von Testfunktionen:
1. Test fuer Identlfier
2. Test fuer Strlngs
3 • Te s t f ue r s pe z I e I I e Stri ng s •
ASS uebersetzt den von SIM(MC) ausgegebenen MA In die interne
Darstellung Me. Er arbeitet als Two-Pass-Assembler, der im ersten Pass
anhand der verschiedenen Instruktionsformate die Programmlaenge und die
S~mboladressen festlegt und im zweiten Pass die Codegenerierung mit Mc
als Objectsprache vornimmt.
2.2.1 No ta tion
Die in MS abgefasste Meta-Beschreibung eines Compilers oder einer
Sprache besteht aus einer Reihe von Syntaxgleichungen bzw.
Produktionsregeln. Sie definieren ein hierarchisch strukturiertes
S~stem, das Top-Down-Parslng ermoegI1eht. Die linke Seite einer
S~ntaxgleichung besteht aus dem Namen (metalinguistische Variable) der
Konstruktion, die auf der rechten Seite definiert wird.
Ausgehend von (B5) und (B6) gilt folgende Konvention (3):
1. Terminale Symbole werden in Hochkommas eingebettet.
2. Systemsymbole beginnen mit I.'.
3. Metallngui sUsche Variable werden als Ident Ifier geschrieben.
4. Aufeinanderfolgende Ausdrueeke bedeuten Konkatenatlon.
5. Alternativen werden durch 'I' angezeigt.
6. Klammer sind vorgesehen, um die Prioritaet zwischen
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Alternation und Konkatenation zu regeln; (im NOl"malfall
besitzt die Konkatenation eine hoehere Prioritaet gegenueber
Al terna Hon. )
Die in A-6-1 aufgefuehrte Meta-Beschreibung CMSO ist selbstbeschreibend,
d.h. sie definiert einen compiler cMCO, der seine eigene Beschreibung
(CMSO) uebersetzen kann (134) .. Es ist die einfachste Version eines
selchen compilers bzw. der dazugehoerlgen Metabeschreibung. Die
folgenden Ausfuehrungan sollen die Interpretation der Meta-Beschreibung
CMSO erlaeutern (A-6-1,A-3,A-4) •
• SYNTAX PRC definiert das Hauptelement
S~ntaxgleichung mit deli' Namen PRO.
von CMSO, die
PRO = .... bedeutet, dass ein Programm mit .SYNTAX beginnt und von
einem Identifier gefolgt wird. Der Identifier wird als Label
ausgegeben. ~achrolgende Elemente (angedeutet durch $ ST ) koennen
null oder mehrere ProduktionsreQeln in der Form einer
S~ntaxgleichung sein (Aufruf der Regel ST). Das Ende eines
Programmes wird durch .END angedeutet. Das String 'END' wird als
Operationscode ausgegeben.
ST = .. "" beschreibt den Aufbau einer Syntaxgleichung. Eine
Syntaxgleichung beginnt mit einem Identifier, dem Namen der
betreffenden Konstruktion. Der Identifier wird als Label
ausgegeben. Das naechste Zeichen muss ein Gleichheitszeichen sein.
Die rechte Seite einer Syntaxgleichung \IIird durch einen Ausdruck
der form EXl beschrieben .. Das Ende der Produktionsregel wird durch
'., angedeutet. Wird ein '.,' im Input entdeckt, so wird der
Operat ionscode R tuer die rekursive Rueckkehr in die aufrufende
Konstruktion ausgegeben ..
EXl = ...... verweist unmittelbar auf die Produktionsregel EX2 ..
Ausdruecke dEr Form EX1 sind dadurch charakterisiert, dass sie die
Moegl ichkeit der Alternativbi ldung beschreiben; sie koennen
Alternativen (Gj') der Form EX2 enthalten (angedeutet durch den
Prefixoperator $). Wird eine Alternative entdeckt, so wird der
Befehl 'BT *1& ausgegeben, wobei '*11 den aktuellen Label
darstellt. Sind keine Alternativen mehr vorhanden, so wird der
aktuelle Label in das Labelfeld eingetragen"
EX2 = ...... beschreibt die Konkatenation von Ausdruecken der Form EX3
oder OUT" EX2 verweist zuerst auf die Produktionsregel EX3 oder
OUT" falls EX3 zutrifft, wird die Instruktion &BF *1& ausgegeben ..
$(" .... ) laesst zu, dass noch weitere Terme der Form EX3 oder OUT
auftreten duerfen .. Im Fall von weiteren Termen der Form EX3 wird
die Instruktion 'BE' ausgeQeben. Ist dies nicht mehr zutreffend, so
wird der aktuelle Label ins Labelt'eld eingetragen"
EX3 = .... beschreibt Primitivsllmbole (86) der Form .ID und .STRING
(Nach "ID wird der Rekursivaufruf 'CLL *' und nach .STRING der
Operationscode erST *G fuer das Testen eines gegebenen Strlngs
ausgegeben.), dia Spezialstrings '.ID' und ' .. STRING' (Ausgabe der
Operat ionscodes uID' fuer den Test auf Ident if'ier und von' SR', um
zu testen, ob ein String von' begrenzt wird), Ausdruecke der form
EXl (wenn diese von runden Klammern begrenzt sind) oder
schliesslich ein $-Zeichen .. Wird ein $-Zelchen im Input erkannt, so
erfolgt die Ausgabe des aktuellen Labels in das Labelfeld , und es
-12 -
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koennen weitere Ausdruecke der Form EX3 folgen. Ist dies nicht der
Fall, so werden abschliessend die Instruktionen 'BT *1' und 'SET'
ausgegeben. Diese Sequenz bedeutet, dass der Rekursivaufruf von EX3
gen au dann beendet wird, wenn kein ~usdruck der Form EX3 mehr
folgt.
OUT = ••• beschreibt die semantischen Outputanweisungen. Die S~ntax
dieser Befehle ist gegeben durch: 1.) .OUT, gefolgt von mehreren,
in Klammern eingeschlossenen Ausdruecken der Form OUI oder 2.)
durch .LABEL, verbunden mit der Ausgabe der "Instruktion 'LB'. Der
nachfolgende Ausdruck muss der Form OUl entsprechen. Abgeschlossen
wird diese Syntaxgleichung mit der Ausgabe der Instruktion 'OUT'
(nicht zu verwechseln mit dem Namen der aktuellen Syntaxgleichung).
OUI = ••• beschreibt Argumente der semantischen Anweisungen .OUT
und .LABEL. Als Argumente sind entweder eines der Spezialstrings
*1, * oder ein allgemeines String (angedeutet durch .STRING)
zugelassen. Im Fall von *1 wird ein aktueller Systemlabel genel"iert
(durch Ausgabe des Befehls IIGN 1'), bei'" wird der Input kopiert
('CP) und bei .STRING wl rd ei l' durch den Befehl 'CL *' vorgebenes
5t 1'i ng kopi ert ..
2.2.2 Eigenschaften
Der Parsingalgorithmus von SIM(MC) geht von dem rechtsrekursiven Aufbau
der Syntaxgleichungen aus,





EX2 (EXI / .EMPTY) ;
.TEST »
d.h., eine Metabeschreibung CMS darf keine linksrekursive Regeln der
FCl'm
( Ca ) EXI
EX2
(EXI I .EMPTY) EX2
• TEST »
enthalten, wobei .TEST eine bel ieblge Testfunktion markiert, und .EMPTY
die Testfunktton tuer das Nullstring bedeutet (.E~PTY muss vorhanden
sein, um die Rekursion abbrechen zu koennen.).
Eine abkuerzende Schreibweise fuer die in (e7) auftretende Konstruktion
(EXI / .EMPTY) ist durch die Einfuehrung des Prefixoperators $ gegeben;







EX2 $ EXl »
• TEST ;
Der Prefixoperator $ erlaubt, dass der ihm folgende Ausdruck null- bis
n-mal (wobei n nicht fest vorgegeben ist) auftreten darf, d.h., auch
'optional' sein kann. So bewirken z.B .. in A-6-1 die in der
Produktionsregel EX3 dem EX3-Aufruf folgenden Outputanweisungen
.OUT( 'BT' *1) und OUT( 'SET') einen solchen fehlerfreien Abbruch der
durch die Syntaxgleichungen EXI, EX2 und EX3 aufgebauten Rekursion.
Aufgrund des rechtsrekursi ven, backup-freien Pars ingalgorithmus der
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Meta-Maschine SIM(CMCJ) (A-6-1) ist es notwendig, die Produktionsregeln
so zu fOl'mulieren, dass speziell e Alternativen vor den sie enthaltenden
allgemeinen Alternativen abgeprueft werden. In dem folgenden Beispiel
(D1) mit der Regel EX, die die Inputstrings 'LAEEL *1' und .ID '*' wobei
• ID einen Identifier beschreibt zulassen sollte, wird fuer die
Stringfolge 'LABEL *1' die zweite, richtige Alternative nie erreicht, da
das System in der ersten Alternative bei der Pruefung auf '*1' mit einem
fehlerstop endet.
(01) EX = .ID '*' .OUT{'IDENTIFIER') /
'LABEL' '*1' .OUT('LABEL')
Die richtige Formulierung fuer (DI) muss folgendermassen lauten:
( D2) EX = 'LABEL' '*1' .DUT('LABEL') /
.ID '*' .OUT(' IDENTlfIER')
Die Beendigung des Parsings nach (D1) durch Fehlerstop folgt
2,wangslaeufig aus der Tatsache, dass SIt-'(cMcO) nicht die Moeglichkeit
besi tzt, Backups vorzunehmen. Der hierfuer verantwortl iche Term
.GUT('BE') aus A-6-1 befindet sich in der Produki:ionsregel EX2 .. Um
Backups zuzulassen, muessen an dieser Stelle Anweisungen vorgesehen
werden, die ein Zurueckspulen des bisher analvsiel'ten Inputs bzw. des
bisher ausgegebenen Jutputs ermoeglichen, falls eine Fehlerbedingung
auftaucht. Wenn die Backup-Moeglichkeit fuer SIM{CP#'CO) nicht explizit
programmiert wurde, bedeutet dies, dass die Syntaxgleichungen so
aufgebaut sein muessen, dass die zu Beginn einer Produktionsalternative
stehende, obligatorische Testfunktion entscheidet, ob die durch sie
charakterisierte Alternative fuer das loleitere Parsing des Inputstrings
zutreffend ist. Ist letzteres der fall, und wird in der folgenden
Anailise ein weiterer Ausdruck im Inputstring nicht mehr erkannt, so
endet das System mit einem Fehlerstop bzw. mit einer
Error-Diagnostic-Routine9
Die frage, Backup oder Nicht-Backup hat Schorre in (3) wei tgehend
diskutiert .. Die Hauptargumente fuer Backup bzw .. Nicht-Backup sind
hiernach, dass einerseits die Klasse der Sprachen, die nur mit
]ackup-Moeglichkeiten beschrieben werden koennen, groesser ist als die
Klasse der durch backup-freie Systeme beschreibbarer Sprachen.
Andererseits kann jedoch festgestellt werden, dass in vielen Faellen
durch entsprechende formulierung Backups verwieden (D2) bzw. simul iert
(D3) werden koennen, sodass es durchaus sinnvoll scheint, auch
backup-freie Systeme einzusetz.en, zumal diese gegenueber Backup-Systemen
den Vorteil des schnelleren Parsings besitzen ..
SeIl z.B. in {D2} auch das Inputstring 'LABEL *' zugelassen, aber als
Identifier klassifiziert werden, so kann ein hierzu notwendiges Backup
durch folgende Formulierung simuliert werden ..
(D3) E)( :: =: • LAB EL' (' *l' .. DU T( 1 LAEEL ') / EX) /
( .ID / .EMPTY) • *' . OUT( 'IDENTIFIER' ) ;
Eine Grenze euer diese Simulation setzt die daraus resultierende
Unueberslchtl ichkei t der Meta-Beschrei bung bzw.. die durch die
Nu list ri ng-1es1: funkt ion .EMPTY invol vierte Komplexi taet de r
Eeschreibung. Ausserdem ergibt sich in vielen Faellen eine unter
Umstaenden nicht gewuenschte Erweiterung der zu uebersetz.enden Sprache.
So laesst z .. B. (D3) neben den gueltigen Stringfolgen 'LABEL *1', .ID '*'
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(darunter auch 'LABEL *') weitere Stringfolgen der form, 'LABEL' .ID




EX: : = '* • • 0 UT( • I DENTI f I ER') I
'LABEL' ( '*1' .OUT('LAEEL') / EX) I
.10 '*' .OUT( 'IDENTlfIER' ) I
• EMPTY ;
Die in META-II/X ilFplementierte Backup=Moeglichkeit ist dadurch
charakterisiert, dass Backups nur dort durchgefuehrt werden, wo dies in
der compilerbeschreibung explizit aufgefuehrt ist. Dadurch wird
erreicht, dass der Ea::kupschalter 'UP' nur lokal wirkt. Das Prinzip der
IIYplementierung wird in Abb. 3 anhand eines Beispiels (entnommen aus der




BF AO 1 Bf A01 Bf A01
1ST x:x 1ST x:x TST x:x
BE BE BE
BF A02 BF A02
OUT OUT CUT
A02 A02
AO 1 BT AO:3 AOl BT A03 A01 BT A03
• •• •• • •••
Abb. 3 Illustration der Backup Loesung
a) Backup-Mode, Backup selektiert
b) Bac k up-Mode , Bac kup nicht selektiert
c) backup-freIer Mode
Ein Vergleich der Versionen b) und c) zeigt, dass fue .. backupfrete
Probleme Version c) die geeignetere Loesung ist, da sie wesentlich
kuerzer und daher effizienter ist. Eine detai Illerte Beschreibung eines
Beispiels mit Backup kann Anhang A-6-4 entnommen werden.
2.3 Zustandsarten
Ausgehend von den In Kapitel 2.2 aufgeCuehrten Betriebsarten (e6) des
Metacompilers ergeben sich hinsichtlich der Uebersetzung einer Sprache
folgende Zustandsarten. Sie unterscheiden sich dadurch, dass der
Metacompiler je nach Zustandsart - al s Interpreter, Compi leI' oder
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S~mbolprozessor in Erscheinung tritt. Da der Interpreter- und
S~l'l\bolprozessorzustand von Systemen wie META-lI (3), Meta-3 (8) bzw.
Meta5 (9) benutzt wird, sollen 1m folgenden nur die wesentlichen
Eigenschaften dieser 2ustandsarten vermittelt werden. Der
campi lerzustand wird hingegen ausluehrl ich diskutiert, da er die
Gl"'undlaf.}en fuer den in Kapitel:3 dargestellten IML-eompiler liefert.
Int erpret er
Der Interpreterzustand ist dadurch charakterisiert, dass der von SIM(MC)
produzierte Objectcode in MA vorliegt, von ASS in Me uebersetzt und
anschliessend von SIM interpretiert wird. Insgesamt ergibt sich damit
die Uebersetzung einer Sprache L durch
( 05 ) L -) MA -> Me
Eine notwendige Voraussetzung hierzu ist die Erweiterung von ASS und die
Emu lat ion des entsprechenden Rechners durch SIM. Das bedeutet, dass
zunaechst die benoetigten Elementarfunktionen semantisch definiert und
in SIM incorporiert ~erden muessen. Anschliessend muss durch Erweiterung
von ASS die Festlegung der entsprechenden Mnemonics ertolgen. Die
Uebersetzung der Sprache L in MA erfordert daraufhin ledigl ich die
formulierung eines geeigneten Compilers CMS(L).
Eine fuer die Emulation der Simulatorfunktionen grundlegende Eigenschaft
des META-II/X-S!lstems ist die Umwandlung von Infixtermen in
Postfixterme. Dies wird z.ß. durch die von Schorl"e (3) vorgeschlagene
und in Abschnitt 2.3.2 dargestellte formul ierung (D6) erreicht. Wenn man
von der hieraus resultierenden Postfixnotation ausgeht, ergibt sieh
zwangslaeufig, dass die Gesamtheit der in SIM :zu emulierenden Funktionen
einen Push-Down-Automaten darstellt. Weiterhin folgt aus (D6) und (D?),
dass die fuer Register-Automaten notwendige Umwandlung von Postfixtermen
in sequentiellen Code in diesem Fall ueberfluessig ist und nur
zusaetzl iehen Uebersetzungsaufwand mit sich bringt.. Im Fall e des
Interpreterzustands sollte daher in jedem Fall die Realisierung eines
Push-Down-Automaten angestrebt werden. Der Grund hierfuer ist darin zu
sehen, dass die Unterschiede in Ausfuehrungszeit und Kernspeicherbedarf
ven Push-Down-Automaten gegenueber der Ersparnis an Uebersetzungsaufwand
kaum 1n s Ge wie h t fa 1 1e n •
Ein weiterer Nachteil des Interpreterzustands ist darin zu sehen, dass
SIM zum einen Teil aus reinen Uebersetzungsfunktionen und zum anderen
Teil aus reinen Ausfuehrungsfunktlonen besteht. Dies fuehrt in der
gegenwaert i gen, over! a'1-fre ien Impl emen t ierung zu el nem erheblichen
'Overhead' bezueglich des Kernspeicherbedarfs sowohl zur
Uebersetzungszeit als auch zur Interpretationszeit ..
2.3.2 Compiler
Der Compi lerzust and ist dann gegeben. wenn die zu ueber setzende Sprache
L nicht in MA uebersetzt wird, sondern der vcn der geeigneten
Meta-Maschine SIM(Cf'le~ L» produzierte Objecicode die Assemblersprache
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eines reellen Rechners ist. In diesem Fall muessen in SIM nur die
Funktionen bereitgestellt werden, die zur Uebersetzung der Sprache L und
nicht zur Austuehrung eines in L geschriebenen Programmes dienen (3.2).
Damit besteht SI~ nur aus der ~enge der benoetigten
Uebersetzungsfunktionen. Im Gegensatz zum Interpreterzustand ergibt sich
hier kein 'overhead' bezuegl ich des Kernspeicherbedarf'es waehrend der
Ueber setzungsze i t.
Bei der Uebersetzung von arithmetischen Ausdruecken ist bei META-II/X
zunaechst davon auszugehen, dass Infixterme in Postf'lxterme umgewandelt
werden. Dies ist eine zent ra le Eigenschaft der u rspruen glichen
META-lI-Konzeption (3), der auch das META-II/X-System zugrundeliegt. Die
Umwandlung von Intixtel'men In Posttixterme geschieht daher auch mi t
relativ wenig Aufwand in der Compilerbeschreibung (D6). Wenn hingegen
sequentieller code benoetigt wird, kann dies prinzipiell auf zwei Arten
realisiert werden. Zum einen durch eine erhebliche Aenderung der
Meta-Beschreibung eines Compilers und damit auch des Simulators SIM, um
eine Umwandlung von Inf'ixtermen in sequentiellen code direkt - in einem
Schri tt auszutuehren. Diese Loesung wurde in den auf META-lI (3)
aufbauenden Systemen Meta-3 (8) und Meta5 (9) verfolgt. Das Resultat war
mit einem erheblichen Aufwand in Meta-Maschine und der dazugehoerigen
Meta-Beschreibung verbunden. Der andere, in der gegenwaertigen
Iwplementierung eingeschlagene Weg besteht darin, eine Uebersetzung von
Intixtermen in sequentielien Code in zwei Schritten zu vollziehen.
Zunaechst werden Infixterme in Posttixterme uebersetzt, in einen Stack
gebracht und der Stackinhalt anschliessend in sequentiellen Code
umgewandelt.
Der erste Schritt einer solchen Uebersetzung kann z.B. durch folgenden
Algorithmus erreicht werden •
(D6) ST ·.- ST1 '=' ( ,-, • PST('=oO· )/.EMPTY) EX1 • PST( • .S BA' )..
POP .
•
ST1 · ,,- • ID/ ... . .00 ..
EX1 o 0_ EX2 $ ( '+. EX2 .. PST(' .ADA' » 0.... - •
EX2 · .. - EX3 $ ( •*. EX3 .. PST( , .. MUA II » ;.. 0
EX3 .. 0- .ID .PST(* )/.NUM • P ST( '=D' * )/ •( • EX1 ' )' 0· .- •POP .0_ •EMPTY .
· .. - •
Die hieraus resultierende Postfixnotation kann entweder von einem
geeigneten Rechner (mit Push-Down-Hal'dware) direkt ausgefuehrt werden,
oder in einem weiteren Step (wenn POP dUl"ch (D7) definiert wird) durch







• FIN DoP • PO UT( , LDA' 2) • PO UT(0 1) $ STCl<;
.OP .PoUT(O 1) $ STCI< /
.PoUT( 'STA' .HV) $ POP;
Diese Loesung beinhaltet dieselben Uebersetzungskapazitaeten wie Meta-3
(8) und Meta5 (9) hinsichtlich der Umwandlung von Infixtermen in
sequentiellen Code. g ie besitzt gegenueber diesen jedoch erhebliche
Vorteile. Da die Umwandlung von Infixtermen nicht direkt durchgef'uehrt
wi rd, kann, nur durch formale Aenderung von EX1 (Ersetzen von .PST dUl"ch
.OUT) sowohl Postfixnotation al s auch sequentieller Code produ'ziert
werden. fel"ner wurde durch weitgehende Erhaltung der urspruenglichen
Meta-Beschreibung und deren Notationsart auch deren Klal"heit und
Uebersichtlichkeit erhalten .. Explizit bedeutet das, dass die tuer (D6)
und (D?) benoetigten Funktionen nur in der erweiterten Meta-Beschreibung
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enthalten sein muessen und in Faellen wo dies notwendig scheint, immer
noch von derselben urspruenQlichen minimalen Selbstbeschreibungsversion
(A-6-1) ausge9angen ",erden kann. Dies trifft insbesondere fuer
Implementierungen zu, die entweder keine Infixterme verarbeiten
(Abschnitt 3.2.3) oder Postfixnotation produzieren rouessen. Ueberdies
kann dadurch einE erhebl iche Erweiterung des urspruenglichen
META-II/X-S~stems erreicht werden, ohne das S~stem neu zu konzipieren,
wi e di es be i Me ta-3 (8) und ~e ta5 (9) geschah.
2.3.3 Symbolprozessor
Die Verwendbarkeit des META-II/X-Systems als Symbolprozessor ist dadurch
gegeben, dass die Meta-Maschine die Moeglichkeit besitzt, symbolischen
Output zu produzieren. In der gegenwaert igen Form (A-7) ist es zwar
prinzipiell ebenso wie Meta5 geeignet, z.]3. 'Source- to
source-languaget-Uebersetzungen durchzufuehren; es muessten aber noch
die zur praktischen Realisierung notwendigen Funktionen bereitgestellt
werden .. Dies trifft insbesondere auf die fuer eine Uebersetzung in
Assembler sich als geeignet erwiesenen Output-Befehle mit starrem
Outputformat zu .. Ein in der bestehenden Version (A-7) moegl icher Einsatz
als Symbclprozessor waere z.B. bei der symbolischen Differentiation von
mathematischen Äusdruecken denkbar.
Eine solche Aufgabe laesst sich durch META-lI/X mit relativ wenig
Aufwand realisieren .. Eine Differentiation des Pusdrucks
(D8) }j ::: d/dx{ aO+al*x+a2*x**2+ .... +an*x**n)













'y' '=' 'd/dx U U(' EX! ')' ;
E X2 $ (t ... 8 E X2 / ,_. EX2) ;
.NUM .OUT( *) '*' EX3 ;
'x' .OUT{ *) '**' .. NUM .OUT( '**8 * •- 18 ) / .. E ~ PTY
J CAMAC I~L P~ECOMPILEF
Der mit dem META-II/X-System produzierte IML-Compilel" (A-6-3) basiert
auf dem in 2 .. 3 .. 2 dargestellten CompHerzustand .. In der speziellen
Implementierung ergibt sich, dass die Ferm der S~ntaÄgleichungen sehr
stark von den darin eingebetteten semantischen Outputbefehlen
beeinflusst werden .. Im Normalfall gilt, dass der einem erkannten
syntaktischen Element der Sourcesprache entsprechende Objectcode
ausgegeben werdEm muss, bevor der naechste Ausdruck im Input untersucht
wird.. Ausnahmen hierzu bi Iden die Backup- und die
Universalregister-Instruktionen (vgl .. A-2) .. Werden diese Ausnahmen in
konkreten Implementierungen nach Moeglichkeit vermieden - Was
insbesondere bei einf~chen Syntaxstrukturen mceglich ist - , so koennen
mit META-II/X sehr kurze und effektive Compiler formuliert werden ..
Eine
der
Haupt bedingung bei der Entwicklung von IML durch die ESONE-SWG war
Wunsch nach einer einfachen Syntaxstruktur, um erstens eine leicht
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verstaendliche und laicht erlernbare Sprache zu haben und zweitens die
Implementierung so einfach wie moeglich zu halten. Neben anderen
IML- I mpl emen tier ungen (Mac ro-A s se mb le r-l mp lemel'lt i eru n g, Zus ammen stell un g
siehe (12,6» haben hierzu auch erste Testversionen des vorliegenden
IML-Compi lers (A-6-3) beigetragen ( 13,5) ..
Da ein mIt META-II/X erstellter Compiler in jedem Fall symbolischen
Output produziert, ergibt sich hieraus, dass der bei einer Uebersetzung
zu bewaeltigende Aufwand eine unmittelbare Funktion des
Level unterschiedes zwischen Source- und Object-Sprache bzw. der durch
die Object-Sprache darstellbaren Semantik ist (14). Aus diesem Grund
wird im weiteren Verlaur ausfuehrlich auf die s~ntaktischen und
semantischen Eigenschaften beider Sprachen eingegangen.
3 .. 1 Source- und Object-Sprache
3.1.1 CAMAC IML
IML ist eine Sprache zur Programmierung der Kommunikation zwischen
Computer und CAMAC-Peripherie in einem CAMAc-computer-System und erlaubt
die rechnerunabhaengige Darstellung von CPMAC-Peripheriefunktionen. IML
ist so definiert (6), dass sie den niedrigsten
implementierungsunabhaengigen Softwarelevel ueber den Spezifikationen
der CAMAC-Hardware (15,16) besitzt.
Sie beschreibt eine Serie von aufeinanderfolgenden Hardwareleveln,
angefangen von einem einfachen Register in einem CAMAC-Modul bis hin zur
vcllstaendigen CAf'tAC-Peripheriestruktur. Ein Register wird in
IML-Deklarationsstatements durch eine Li ste der Systemknotenpunkte
beschrieben. Die Liste der Knotenpunkte repraesentiert ein 4-tupel von
Werten fuer die Adressen von Branch, Crate, N-Station und A-Substatlon.
Die Systemstruktur der CAMAC-Peripherie ist eine lineare Eaumstruktur
und wIrd in IML impl!zit durch die Gesamtheit ihrer Knotenpunkte
dargestellt (12). Die IML Aktionsstatements beschreiben die von der
CAMAC-Hardware vorgegebenen IIO-Modi (15,16).
In syntaktischer Hinsicht stellt IML eine Sprache mit einer starren,
einfachen S~ntaxstruktur dar. Die typische formz.B. eines
Aktionsstatements 1st gegeben durch:
(D6 )
mit
<mode> (lunction> <ext) <int>
<mode> :: I/O-Mod us
< funet ion> :: "'nemon ic fuer CAMAC-F-Code, <f>
<ext> :: CAMAC-Ad re sse (Be NA), die
<B>, <C>, <N> ,< A> repraesent iert
<B> :: Branch
<C> :: Cra te
<N> :: N-Stat ion
<A) :: A-Substati on
<F> :: f-Code
<int> :: Interne Referenz (Kernspelcheradresse )
Sie ist zwar hardwareorientlerte Sprache, besitzt aber aufgrund ihrer
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Kompaktheit hinsichtlich der Deklaration der (AMAC-Peripherie und der
Beschreibung der liD-Modi in den Aktionsinstrunktionen charakteristische
2uege einer Intermediate-Level-Sprache.
Da die IML Spezifikation (6) direkt auf der CAMAC-Hardware-Spezifikation
aufbaut, ist die Semantik von IML unmittelbar auf die
CAMAC-Systemstruktur und - wegen der Wahrung der Rechnerunabhaengigkeit
auf den CAMAC-spezifischen liD-Mechanismus zugeschnitten. Die in (06)
aufQefuehrte S\lntax entspricht jedoch mehr der VOIII Programmierer
gewuenschten form. Hinsichtlich der Informationsverarbeitung beim
Parsing eines solchen Statements besteht ein Teilproblem im wesentlichen
darin, CAMAC-Worte (BCNAf's) der Form:
(07) <B ><C><N>< A>< f>
zu produzieren. Weiterhin ergeben sich je nach Rechnertvp spezifische
Uebersetzungsprobleme, die vom verschiedenen l/C-Handling herruehren, da
die heute existierenden Rechner i.a. von der C~MAC-Hardwar€ abweichende
Peripherie-Strukturen und lID-Mechanismen besitzen.
3.1.2 COMPASS Assembler
Der von dem in A-6-3 aufgefuehrten IHL-Compiler produzierte Objectcode
ist die CCMPASS Assemblersprache (COMPPSS) der Reehnerserie eDe 3LOO
(7). COMPASS ist eine Ein-Adress-Assemblersprache mit starrem Format und
besitzt ein grosses Befehlsrepertoire an ausluehrbaren und deklarativen
Instruktionen. Die Svntax einer COMPASS-Instruktion ist gegeben durch:
( E3 ) «label» <operator> <operand>
Eine Liste aller verwendeten Instruktionen und deren Bedeutung kann der
Referenz (7) entnommen werden. Da eine detaillierte Diskussion des
IML-compilers in Abschnitt 382.3 stattfindet, sollen im folgenden nur
diejenigen Eigenschaften von COMPASS explizit aufgefuehrt werden, die
wesent lieh zu einer Vereinfachung der Uebersetzung und damit auch der
compilerbeschreibung beigetragen haben, naemlich
(E4) Arithmetische Ausdruec~e als Operand,
Literaldetinition der Operanden,
Variable Felddefinition eines Wortes.
Diese Eigenschaften sind ebenfalls bei der Frage nach der formellen
Uebertragbarkeit des vorliegenden II'1L-Compi lerkonzeptes fuer andere
Zielrechner von entscheidender Bedeutung.
Die konkrete Ersparnis an Uebersetzungsaufwand dureh obige Eigenschaften
(E4) sei anhand der Instruktion 'VFD' (variable felddefinition)
el'laeutert .. Die in dem IML-Read-Statement
( D8 ) SA READ ADe VALUE
verwendete externe CAMAC-Adresse ADe, die durch das IML Declaration
Statement
(D9 ) LOCD ADe H 1,2,3,4
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deklariert werden kann, muss bei der Uebersetzung von IML ein CAMAC-Wort
reservieren, das mit den entsprechenden Werten von Branch, Crate,
N-Station und A-Substation initlal1siert wird. Mit der Moeglichkeit der
variablen Felddefinition kann die entsprechende 'VFD'-Instruktion
( E7 ) VFD 06/1,04/2,05/3,05/4
aus (09) unmittelbar abgeleitet werden.
~.2 Generierungsverfahren
Um einen Compiler mit META-II/X zu erstellen, muss zunaechst untersucht
werden, ob die in SIM zur Verfuegung stehenden funktionen ausreichen, um
die gewuenschte Uebersetzung der gegebenen Sprache - in diesem fall, IML
durchtuehren zu koennen. Geht man von der Selbstbeschreibungsversion
(A-6-1) bzw. den dazu notwendigen Simulatortunktionen aus, so wird die
Menge der tuer die Selbstbeschreibung von C""CO benoetigten funktionen
i.a. nicht ausreichen. Nach erfolgter Spezifikation der zusaetzlich
benoetigten Simulatorfunktionen kann die Implementierung eines
Precompilers In zwei Schritten, dem Expansionszllklus und der
Precompi lerdefinition, vorgenommen werden.






Abschnitten werden die tuer die Implementierung
notwendigen Erweiterungen von SIM, der
die compilerdefinition diskutiert. Das hier
ist nicht nur auf IML beschraenkt, sondern kann
mit META-II/X zu uebersetzende Sprache angewandt
~. 2. 1 Simula tor r unk tl onen
Wie leicht einzusehen ist, fuehrt die Problemanailise der Uebersetzung
von IML in COMPASS auf folgende zu realisierende funktionen:
1. Generierung von mehreren voneinander unabhaengigen Systemlabeln.
2. Uebergabe von Slistemiabein an andere Produktionsregeln durch
stackfreie Register. (Dies Ist unmittelbar aus der rekursionsCreien
Definition des IML-compilers ableitbar (siehe Abschnitt 3.2.3,
sowie A-6-3). )
3. Kop i eren vo n Stri ng saus
(Aktualparameter des Objectcodes).
dem Input in den Output
4. Kopieren
( Obj ec tcode ).
von compiler interner Information in den Output
5. outputtormattierung und Diagnostic-Outputtunktlonen.
6. Tests fuer Ident ilier, St~ings und Zahlen.
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7. Erkennen von Host-Language-Statements.
8. Erkennen von Syntaxfehlern mit anschliessender Weiterfuehl"ung
des Par si ng s.
Diese in der IML-Compilerbeschrelbung benoetigten Funktionen
(Metafunktionen) muessen zunaechst in Termen von Simulatorrunktionen
(Grundfunktionen) definie .... t werden.. Die Anzahl der benoetigten
Grundfunktionen haengt von der Anzahl und der Verschiedenartigkeit der
Metafunktionen ab. Durch geschickte Wahl der einzelnen
Simulatorfunktionen laesst sich eine l1liniß1ale Menge von Grundfunktionen
finden, die alle benoetlgten Metafunktionen bilden koennen. Eine
minimale Menge von Grundfunktionen fuehrt jedoch auf entsprechend
groessere interne Compilerdarstellungen und ist in den meisten raellen
unerwuenscht. Das opt imum zwischen der Menge der Metafunktionen und der
Menge der Grundfunktionen bzw. der Menge der eine Metafunktion
aufbauenden Grundfunktionen kann nicht generell gefunden werden, sondern
ergibt sich du.... ch die im Einzelfall vertretbaren Groessen der internen
Compilerdarstellungen (siehe Abschnitt 3.2.3).
In den meisten faellen sind die Grundtunkticnen so gewaehlt, dass eine
Metafunktion nur aus der Kombination von zwei Grundfunktionen besteht.
Als Beispiel hierfuer sei die MetatunUion (Testfunktion) '.ID' (A-6-1)
angegeben, die Z.B. in die Folge IIDI, 'BF Al!', von Grundfunktionen
uebersetzt wird (vgl A-3, LN53-54). Ein Beispiel fuer eine f'tIetafunl<tion,
die aus mehr als zwei Grundfunktionen besteht, ist z.B. durch die
Outputformatfunktien '.OUT(-eLL- *)' gegeben, die durch die Folge
'CL -CLL-', 'CI', • OUT' von Grundfunktienen (vgl. A-3, LN55-57)





der in A-6-l aufgefuehrten Beschreibung eMSO aus, so
im vorliegenden fall der IML-Uebersetzung zu
Simulatorfunktionen bzw. Erweiterungen von vorhandenen
Generierung und Uebergabe von SystelTlabeln (1.,2.)
OutputformattierunQ (5.)
- Erkennen von Host-Language-Statements und Syntaxfeh lern (7. ,8 .. )
Bie Spezifikaticn dieser Grundfunktionen kann A-2 entnommen werdene Nach
Eingliederung der fuer die IML-Uebersetzung benoet igten Grundfunktionen
in SIM und ASS kann - wie im folgenden Abschnitt 3 .. 2.2 ausgefuehrt wird
- die Erweiterunq der Metabeschreibung erfolgen.
3.2.2 Erweiterungs2~klus
Die Erweiterung der Metabeschreibung eMSO geschieht nach dem in 2.1 .. 2
erlaeuterten Verfahren (Abb. 2) .. Sie dient in erster Linie dazu, die
fuer eine spaetere Uebersetzung benoetigten Grundfunktionen
bereitzustellen. Hierzu ist notwendig, dass ein erweiterter Compiler
(Mel durch seine entsprechende Metabeschreibung eMS1 definiert wird
(Anhang A-6-2) .. Wei terhi n kann durch geeiQnete formu 1 ierung in eMSl die
fuer die Erstellung des Compilers CMS(Y) zu verwendende Metasprache den
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Erfordernissen der Sprache Y weitgehend angepasst werden, d.h. eine
Aenderung der Metasprache erreicht werden. Die speziell fuer eine
IML-Uebersetzung vorgenommenen Aenderungen und Erweiterungen von CMSO,
die compilerbeschreibung CMB1 (A-6-2), sei im folgenden kurz diskutiert:
1. Regel ST: ST laesst gegenuebel' CMSO (A-6-1) zu, dass
Pl'oduktlonsregeln auch dUl'ch ';' statt '.,' abgeschlossen werden.
2. Regel EX3: .LID definiert einen Ausdruck der Form,
< IDENTIFIER> <STRING>. .COM I aesst Kommental'e der FOl'm,
<STRINGl> <BELIEBIGE STIHNGFOLGE> <STJUNGl>, zu.. .HOST gibt an,
dass ein Host-Language-Statement durch die in Klammer stehenden
Argumente gekennzeichnet sind. .ERP dient ZUl' Definition eines
Markierungspunktes waehrend des Parsings eines Programmes, an den
im Falle eines Syntaxfehlers zurueckgesprungen wird, sodass die
Uebersetzung sinnvoll weltergefuehrt werden kann.
3. Regel CUT: Die Ausgabe eine l' Zeil e k a n n au c h dur c h '$ 0 U18
erfolgen. (In dieser Schreibweise 1st $ OUI so zu verstehen, dass
hlerfuer mehrere der in Regel OUI aufgefuehrten Alternativen stehen
koennen .. ) Die Ausgabe einer Zeile mit Label kann auch durch '$ OU1'
el'folgen. Das Uebertragen einer Inputzeile In eine Outputzei le kann
durch .COPYL veranlasst werden. Ein String kann durch .OCD($ OU1)
oder <$ OUl> in einen Output-Puffer uebertragen werden•• LBL OUI
oder :OUI ermoeglichen das Uebertragen eines Labels in das
Labelfeld des output-Fuffers .. Speziell wird z.B. durch :*SI der
Zeichenzaehler des Output-Puffers auf eins gesetzt, ohne dass ein
Zeichen uebertragen wird .. Durch .. EOL oder •• wird der outputpuffer
abgeschlossen und eine cutputzeile ausgegeben.
4.. Regel OUl: *S1, *S2, ..... *C3 ermoeglichen die
Zwischenspeicherung und die Ausgabe von Inputstrings In bzw. von
den entsprechenden Universalregistern. *1, *2, *3, *4 generiert
voneinander unabhaengige Label in den bezeichneten Label-Boxen.
Mit diesen Erweiterungen kann die In A-6-2 dargestellte
compllerbeschreibung CMSI benutzt werden, die InA-6-3 aufgefuehrte
Metabeschreibung CMS(IML) eines IML-compi lel's CMe(IML) zu uebersetzen
(Abb .. 2).
3.2.3 Compilerdefinition
CMS(IML) (A-6-3) basiert auf CMSI (A-6-2), d.h. sie benutzt nur
Metasprachelemente, die in CMSI definiert wurden. C~S(IML) beschreibt
ein IML-Subset (Abschnitt 4 .. 1), das in COMPASS eingebettet ist. Aufgrund
der Syntaxstruktur von IML konnte eMSe IML) backup- und rekurs! onsfrei
definiert werden. Dadurch ergibt sich eine direkte Kontrolle In den
einzelnen Produktionsregeln.
Ein IML-eOMPASS-Programm besteht nach CMS(IfH) aus einer Reihe von
statements (Regel IML und PROG). STMT beschreibt die einzelnen
Btatementgruppen, die durch LID ACTS, ACTS, DECL und .. CDM beschrIeben
werden.. .HOST(-9 * -) charakterisiert eIn cCMPASS-Statement
(Host-Language), das durch ein Blank in Spalte 9 oder '*' in Spalte 1
gegeben 1st. LID ACTS analysiert IML-Actlon-Statements mit Label der
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Form '<IDENTIFIER>:' (.LID{-:-» und AcTS If'll-Aetion-Statements ohne
Label. DECL beschreibt die verschiedenen Arten von
IML-Declaration-Statements. Alle IML-Statements enden mi t .;t •
• COt1(-I*-) erlaubt das Einfuegen vcn I<cmmentaren der Form,
1* <st ri ngfcl ge> 1*. 0 i e aus den IML-Funct ion-Codes bzw. Keywords zu
produzierenden Oetalzahlen werden in der compilerbeschl"eibung in den
entsprechenden Regeln definiert. Dasselbe gilt fuer die
CAMAC-Adress-Deklarationen (tuer dIe Werte von B,C,N,A), deren
Umwandlung von Dezimalzahlen zu Ihren oetslen Aequivalenten in den
Regeln NUM1, NUMA, .... f\UM6 in der Darstellung als lineare Tabelle
geschieht .. Vcn einer weiteren detaillierten IML-Compilerbeschreibung
wird im folgenden abgesehen. Stattdessen werden nur die wesentl lehen
Einzelheiten und Besonderheiten der Compilerbeschreibung erlilaehnt.
Die Objectcodeoptimierung wurde durch Verwendung von Unterprogrammen,
d\e in Abschnitt 4 .. 1 naeher erlaeutert werden, erreicht .. Um die interne
(cmpilerdarstellung CMC(Ifo1L) so klein wie moegllch zu halten
(Compileroptimierung), wurden dIe Subregeln einer Produktion so
formuliert, dass verschIedene KombInationen dieser Subregeln eine
uebergeordnete Regel bilden und verschiedene Kombinationen dieser Regeln
wiederum eine nftechst hoeheren Produkticnssregel. Eine solche
tiefgreifende Verflechtung der Produktionsregeln untereinander bringt
erhebl iche Kernspeichereinsparungen tuer C"'C(IML). Bei der vorliegenden
Implementierung wurde durch geschickte Codierung eine betraechtliche
Reduzierung von CMc(IML) erreicht, ohne dass die Uebersetzungszeit
merklich anstieg. Der Grund hiertuer liegt darin, dass in einem Teil der
Faelle im wesent I ichen wenig benutzte Produktionen zusammengefasst
wurden. Eine compileroptimierung durch Verflechtung der
Produktionsregeln sollte d~~er insbesondere an Strukturen, die nur
selten auftreten, vorgenommen werden.
Ein weiterer wichtiger Punkt ist, dass die Metafunktionen in CMSl derart
definiert werden, dass bei haeutigem Gebrauch dieser Funktionen in
CMS(IML) die interne Darstellung cMc(IML) nicht unnoetig gross wird~ In
diesem fall ist ueberdies auch eine Laufzeitreduzierung zu verzeichnen ..
ferner wurde eine Compileroptimierung dadurch erreicht, dass die
Strin!=Jargumente in den Outputbefehlen - die relativ oft auftreten - nach
Moegllchkelt zusammengefasst wurden und die Outputtormattlerung In einer
Manipulationsroutine dureh~efuehrt wurde. So bringt z.B. die
unformattlerte Ausgabe (E8.1) gegenueber der formattierten Ausgabe
(E8.2)
(E8 ) 1 2
.OUT( -lDA- *) • OUT( -LDA - *)
CL 4 CL 10





eine Kernspeicherersparnis von 3/10,
unformattierter Ausgaben (E9.2) zu

















Abschl iessend sei darauf hingewiesen, dass alle Fragen der hier
behandelten Compileroptimierung im Einzelfall gestellt und geloest
werden muessen. Als Entscheidungshilfe leistet hier das
Meta-Assembler-Listing von CMA{IML) wertvolle Dienste und sollte daher
unbedi ngt verwendet ... erden. fuer die Testphase eines Campi lers ist
jedoch eine Compileroptimierung durch obige Methoden nicht ratsam, da
durch die Verflechtung der Produktionsregeln die leichte
Modifizierbarkeit der compilerbeschreibung CMS aufgegeben wird.
4 CAMAC IML UEBERSETZUNG
Eine ausfuehrliche Darstellung des gesamtet Uebersetzungsablaufes wurde
bereits in (5,12) gegeben. Zusammenfassend sei hier nur angefuehrt, dass
die gesamte Uebersetzung in zwei getrennten Schritten, dem Precompiler-
und dem Assembleriauf, erfolgt. Der Precompilerlauf wird an dem
Zentralrechner der GfK, einer I:aM/370-168, und der Assemblerlauf an dem
Zielrechner, einer CDC 3100, durchgefuehrt. 1m weiteren Verlauf soll nur
auf die Aspekte der Pecompilerphase eingegangen werden.
Das in 3.2 aufgezeigte Generierungsverfahren eines IML Precompi lers
stellt eine relativ einfache und flexible Eootstrappingmethode der
automatischen Compilergenerierung dar. Fuer einfache Sprachen wie z.B.
IML wird nicht nur der IML Compiler cMS(IML), sondern auch der fuer die
Uebersetzung von CMS{ IML) benoet igte, erweiterte Campi leI' CMSl
automatisch erstellt. Dies ist insofern von erheblicher Bedeutung, da in
CMSI schon auf spezifische forderungen und Eigenschaften eingegangen
werden kann, die bei der spaeteren Sprachueberset.zung auftreten werden
(siehe Abschnitt 3.2.2). Damit sind die Eigenschaften von CMS(IML) voll
kcntrollierbar und veraenderbar.
Die dieser IML Implementierung zugrundeliegende IML Syntax ist die von
der ESONE-S"W vorges:::hlagene Macro-Expansion-Syntax (6) .. Diese Syntax
ist in erster Linie entwickelt worden, um die Expansionstaehigkeit von
Macro-Assemblern zur Eingliederung von IML in eine Assembler
Host-Language zu nutzten. Die von dieser Macra-Syntax von einem
Macro-Assemtlel' verlangten Eigenschaften (6) sind wie z.B. im
vorliegenden fall des COMPASS-Assemblers nicM: immer in den
Macro-Assemblern vorhanden (12). Ein Beispiel hierfuer ist, dass
Macro-Assembler zwei verschiedene Symbol tabellen, eine fuer Maaro-Namen
und eine fuer normale Symbole, tuehren muessen (6). Ausserdem lehnt sich
die IML-Macro-Syntax sehr an die von Macro-Assemblern benoetigte
Notation an.
Weiterhin ist eine Implementierung durch Macro-Assembler sehr stark an
den verwendeten RechnertliP bzw. an dessen Betriebssllste~komponente,die
Assemble-time-Software, gebunden .. Diese Kopplung ist jedoch nicht nur
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auf der Ebene der zu uebersetzenden Sprache - wo es insbesondere zu
\Iluenschen ist \Torhanden, sondern auch auf der Ebene der
Uebersetzerdefinition. Die Uebersetzereigenschaften sind damit fest
vorgegeben und meist nur durch Eingriffe in die vom Hersteller
gelieferte Software moegllch. Eine Ausnahme hiervon bilden die
sogenannten slJstemunabhaengigen Macro-Generatoren (Prozessoren), die in
1<lei neren Rechnern jedoch meist nicht vorhanden sind.
tie hier dargestellte IML-Implementierung hingegen bietet gegenueber
Macro-Assembler-Implementierungen In diesen Punkten die Vorteile der
l1echner- und Slistemunabhaengigkeit sowie die vollkolillmen freie Wahl der
Notation auf der Ebene der Compilerdefiniticn. Die fuer META-lI/X
notwendige Voraussetzung ist, unabhaengig von der Groesse des zu
uebersetzenden Programmes, lediglich die Faehigkeit, fORTRAN IV
Programme ausfuehren zu koennen, und, bei Vorhandensein von
Gverlay-Moeglichkelten, einen Mindestkernspeicherbedart fuer Programme
von ungefaehr 24k Elltes zur Verfuegung stellen zu koennen (vgl. A-5).
Wie ein Vergleich des I~L Compilers CMC(IML) mit entsprechenden
Macro-Assemblern tuer den etwa gleichen Sprachumfang von I~L zeigt, ist
der In ~acro-Assemblern (17) benoetigte
Assembler-time-Kernspeicherbedarf sehr stark von der Groesse der zu
uebersetzenden Programme abhaenglg und groesser als der \Ton der
Meta-Maschine (SIM.C~C(I~L» benoetigte Eereich ..
4.1 Subset Irq:lementierung
4.1.1 Umfang
Das durch CMS(IML) definierte IML Subset unterscheidet sich von dem in
(6) definierten IML Set im wesentlichen durch eine macrofreie
S~ntaxnotation. Die fuer Meero-Implementlerungen notwendigen Declaration
Statements konnten, soweit sie nicht fuer Speicherplatzreservierung und
Initialislerung notwendig sind, entfallen .. Damit ergibt sich fuer den
Benutzer der Vorteil, keine Anweisungen schreiben zu lt'uessen, die
ledigl ich als Uebersetzungshilfe fuer den f#acro-Assembler dienen. So
wurden z.B .. allE in der Maero-Expansion-Syntax (6) aufgefuehrten
Export/Import Declarat ions nicht uebernommen und stattdessen in der
Assembler Host=Language be lassen, die ebenfalls die Moegl iehkeii
Vorsieht, Symbole zu importieren oder zu exportieren. Es wurde hierbei
die Faehigkeit des Assemblers benutzt, nichtdefinierte Symbole als
fehlerhaft anzuzeigen, sodass das Halten einer Symbcltabelle bei solchen
Irrplementierungen nicht notWEndig ist ..
Die derzeit ige Implementierung umfasst folgendes IML Subset (A-6-3):
Declarations : Hardware Address Declaraticp
Given Arra~ Deelaration
Lam Deel arat ion
Channel DecJaration
Actions : Single Actions (SA,SJQ,SJNQ)
Uni-Del/ice Block Transfer (UBL)





Die in IML enthaltenen Action Statements
eingeteil t werden, die der synchronen
I/O-Instruktionen. Der synchrone 1/0
nichtunterbrechbare Easisroutinen (Abb. 4,18)
koennen in 2we i Gruppe n





























* Wait on Channel busy *
************************
I10-Basisroutine tuer CAMAC Input-Statement
Fuer Output-Statements hat obige Routine in den entsprechenden Punkten
'Select Write Mode' und 'Output Operand'. Fuer I/C J<ontrollopel"ationen
hat die Basisroutine ebenfalls die obige Form, die Punkte 'Select Read
Mode', 'Input Operand' und das zweite 'Wait on Channel busy' entfallen.
Insgesamt ergeben sich aus Gruenden der ccdeoptimierung 5 zentrale
CAMAC-I/G-Basi sroutlnen tuer Input, Output und Kontroll- oder
Statusi nforlllat ion (18).
Asynchrone Instruktionen sind solche, die CAMAC Larn-Handling bzw.
Interrupts beinhalten; sie initialisieren und fuehren Ihre lID-Aktionen
mit der CAMAC Hardware ueber die oben erwaehnten Easisroutinen aus. Die
hierzu notwendige Verwaltungsarbeit wird von einem eigens hierfuer




Die Wahl der I/O-BasisrolJtinen wurde so getroffen, dass bei Verwendung
dieser Routinen die Anzahl der auszufuehrenden Befehle maximal 1/10
groesser wurde, als dies bei der Ausfuehrung ohne diese Routinen der
Fall waere. So ist z.B. tuer die meisten Single Actions der durch die
Basisroutinen erreichte Codeoptimierungsfaktcr (Verhaeltnis zwischen
abzusetzendem Cede und B8sisroutine) ungefaehr 1:3. Das bedeutet eine
Kernspeicherersparnis von 75/100 gegenueber einer Laufzeitverlaengerung
von nu r 1/1 o.
Die Uebersetzung von IML in COMPASS kann als Precompi lierung unter
Erzeugung von lnline-Objectcode aufgefasst werden. Im Gegensatz zu
'Subroutine Calls' wurde aus Laufzeitgruenden auf das Retten der zur
Ausfuehrung von IML-Instruktionen notwendigen Register verzichtet. Da
die Host Sprache eine Assembler Spraehe ist, koennen die hierzu
notwendigen Aktionen fuer den Einzelfall dem Benutzer ueberlassen
werden.
4.2 Imp I emen tier ung se r we i terungen
Hinsichtlich einer Implementierungserweiterung des vorliegenden IML
Subsets ergeben sich dank der ausgezeichneten Erweiterungsfaehigkei ten
des META-II/X Systems keine Sehwlerigkei ten. So wurde im vorliegenden
Fall von IML zunaechst mit einem relativ einfachen, nur aIJs Declarations
und Single Act ions bestehendem IML-Subset begonnen. Nach der Erweiterung
der Implementierung auf LAM Actions kann z. B. der rIO-Teil des CA MAC
LAM Handlers weitgehend in I~L geschrieben werden, ohne an Effektivitaet
einzubuessen.
Von entscheidender Bedeutung euer eine Implementierungserweiterung ist,
wie i m Fall e cl e r ge sam t e n I ML I mpIe me nti er u ng, die v e rw ende t e 0 b j e c t
Sprache. Insbesondere 1st dies die Faehigkeit der Object Sprache, die
durch IML Statements dargestellte Semantik in geeigneter Weise
ausdruecken zu koennen. Eine vertretbare Laenge der internen
Compilerdarstellung CMe( IML) wird nur durch eine komfortable
Assemblersprache gewaehrleistet. Dadurch koennen Uebersetzungsarbeiten
in die Assemblerebene verlagert werden.
5 UEBERTRAGBARKEIl
Die Uebertragbarkeit des
erleichtert, dass an zentraler
Characterrepraesentation der
relevanten Parameter sind
Eytelaenge, LMASK (vgl. A-7).
FORTRAN Programmes wird dadurch sehr
Stell e (BLOCK DATA Unterprogramm ) auf die
IBM/370 ei I'1gegan gen wIr d. Die h ie rf ue r
die Characterrraske, CHMASK, und die
Um die Uebertragbarkeit der internen Compilerbeschreibung zu sichern,
wurde die Moeglichkeit der Ein-/Ausgabe von Compiler Beschreibungen in
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A-l Steuerkommandos des META-II/X-Systems
Syntax der Kommandospl"8c he
--------------------------
Die Not at i () n entspricht der ~eta-Sprache MS des META-II/X-Systems.
KOMMANDO = , $' I<EY .11
KEY = 'M' LET <PARM> / 'e' LET <PAR(: > /
'A • LET <PAIiJl> I •*' LET /, , LET / •$' LET
PARM = , ,M' LET / • ,N' LET .•PARC = •, I ' LET I ',T' LET <SUB> / , ,L' LET <SUB> I
, ,F' LET <SUB> / ' ,e ' LET
PARA =
,
9 L' LET <SUE> / , ,M' LET I ' ,N ' LET
SUB = '( .NUMBER
• 9 '
NUMBER ' )' I • EMPTY .11
LET = (LETTER/DIGIT) .11 • / .EMPTY .11
NUMBER = DIGIT ••• .11
Im Gegensatz zu MS bedeuten die Symbole '<I und '>', dass der





META M Dieses Kommando muss immer vorhanden
sein. Es wird benoetigt, um die in-
terne Darstellung des Compilers in
die von SIM oder ASS vorgesehenen
Datenbereiche zu laden.
Pa ra mete 1":
M - Laden eines eMe-eompilers, ~enn
nicht spezifiziert, Laden
der Originalversion CMCO.
N - Laden ei nes eMA-Compi lers.
COMPILE C Dieses Kommando wird nicht immer
benoetigt. Es veranlasst die Aus-




I L ist in 9 des Inp u t s vo n SI M•








L - SIM-Output in spezifizierteM
Format (CDC-COMPASS-Assemb ler
Format). Wird nu-r ausgefuehrt
bei fehlerfreier Uebersetzung.
Bereichsangabe durch Angabe der
Zeile n nu JI'\ me rn (D e f au lt = 0 - 10 00 ) •
F - Trace-Output von SIM (debug
fac i 11 t y). Be re ichs angabe du reh
Angabe der Zeilennummern
( Der au I t = 0- 1 0 0 0 ).







Dieses Kcmmando wird nicht immer
benoetigt. Es veranlasst die Aus-
fuehrung eines Assemblerlaufs
eine s CMA-Compi le rs. Es dient zu r
Herstellung voneMC-eompilern.
Pa ra me ter:
L - ASS-Output-List ing. Eereichs-
wahl durch Angabe der Zeilen-
nummern (Default =0-1000).
M - eMe auf Plattenfile schreiben.
N CMA auf Plattenfi le schreiben.
C - frei
Kommenta r-Ka rte
Das Run-Kommando startet unve-rzueg-
lieh die Ausfuehrung des bisher
eingelesenen Jobs.
Dem Fun-Kommando folgende Karten
werden in diesem Lauf nicht
berueeksiehtigt.
Parameter: keine
END $ Das Endkommando wirkt als EOr-Karte








































1 SET Setze Ttf-Schalter, S = w.
2 NOB Blank ist Begrenzer von syntaktischen
EinheIten.
Blank ist nIcht Begrenzer von syntak-
tischen EInheIten.
Teste, ob das im Input vorlIegende Strlng
mit dem Operanden uebereinstimmt.
Wenn ja, S=w, wenn neIn, S=f.
5 ID IDENTIFIER Teste, ob das Im Input vorlIegende String
ein Identitier Ist.
Wenn ja, S=w, wenn neIn, S=f.
Teste, ob das 1m Input vorliegende String
eine Zahl Ist.
Wenn ja, S=w, wenn nein, S=f.
Teste, ob das im Input vorliegende String
von der Form ' ....... 1st.
Wenn ja, S=w, wenn nein, S=t.
~ekursivautruf der Routine ADDRESS.
Bekurslve Rueckkehr aus aufgerufener
Rou tl ne.
Verzweige nach LABEL, wenn S=w, senst
p=p+ 1.
VerzweIge nach LABEL.
Verzweige nach LABEL, wenn S=f, sonst
p=p+1.
Fehlerdlagnostic- und Backup-Routine
tlienn S= w, p=p+l
wen n S=f, und
up=w, backup in input und output, oder
erp=w, Ausgabe einer Fehlermeldung und Rueck-
kehr zu einem definierten Ausgangs-
punkt (markiert durch ERP), oder
sonst, Fehlerstop und Ausgabe einer fehler-
Ille ld ung.
Ausgabe einer Zeile.
KopIere Operand in Output-Puffer.
Kopiere ein im Input vorliegendes und
ge t e s t e t es StrIn gIn 0 utp ut- Puf f er.
Generiere ein Label in Box N, N=1-4.
Teste, ob ein Kommentar vorliegt, wenn
ja, S=w, wenn nel n, S=f ..
Ein Kommentar ist dann vorhanden,
wenn eine ZeIchen tol ge von dem Im
Cperandenfeld angegebenen STRING























































19 LID STRING Teste, ob ein Ausdruck der Fcr~
Identifier, gefolgt von STRING vor
li e g t (z. B• S TR I NG = :, dan n ist
ABC: ein Ausdruck der gewuenschten
form) •
Wenn ja, S=w, sonst S=f.
~erke aktuelle Compileradresse als
Fehlerrueckkehrpunkt.
Bereite Ausgabe eines Slistemiabeis vor
(Spaltenzaehler in output-Fuf'f'er auf
ein s se t ze n. ).
Ausgabe einer spezifischen Diagnostic-
meldung, die als Argument spezifiziert
sein muss.
Kopiere das vorliegende lnputstring in das
Zwischenregister N, N=1-3. Auf diese
Register kann ven jeder Stacktiete aus
zugegri ffen werden.
Kopiere ein in MC vorliegendes String in das
Zwi sc he n re gis te r N=1 •
Teste, ob das im Input vorliegende Stateßlent
ein Ho s t - Stat e me n t ist (Sp e z i r i k a ti 0 n
des Host-Statements durch ~rgument),
wenn ja, kopiere es in den Output und S=III,
lIoenn nein, S=f.
Kopiere den Inhalt des Zwischenregisters
N in den Output-Puffer.
Schalte Eackup-Mode ein, UP=w.
Kopieren Inputzeile in Cutput-Puffer.
Teste, ob End-of-Fi le vorliegt.
Finde naechsten Operator in Stack.
les te, ob naechstes st ri ng ei n Cperator ist.
Kopiere Input in Stack.
Kopiere Literal In Stack.
Kopiere Stack in Output und clear Stack.
Generiere Hilfsvariable (HV) in HV-Liste
(wenn nicht vorhanden) und kcpIere HV-Name in
Stack und output-Puffer.







eines Programmes (Compi lers).




Alle Testbefehle (TST, ID, NUM, SR) ueberspringen saemtl1che Blanks bis
zu Beginn der entsprechenden Input-Zeichenkette. Nach erfolgreichem Test
-34-
w. Kneis, META-II/X-S~stem
ist der Wert des Inputzeichen-Zaehlers dem, der Zeichenkette folgenden
Zeichen zugeordnet. Die vorhergehende Position des Inputzeichen-Zaehlers
ist noch bekannt.
Rekursivbetehle:
Die Uebergabe der Parameter zwischen ctl und R geschieht ueber eine
Push-Down-Stack-Tabelle.
fuer IML-Uebersetzung benoetigte oder modifizierte Befehle:
13, 17-20, 22-28
Die mit * gekennzeichneten Befehle sind in der vorliegenden META-lI/X
Version (A-7) nicht implementiert.
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w. Kneis, META-II/X-System
A-3 Simulator-Listing von eMSO (A-€-I)
************************************************************************
Zei le Objectcode Soureecode
**************************************************•••• ******************
LN 1 ( 7 ) A DR PRO PRO
LN 2 ( 13) 0 Ul CU 1
LN 3 ( 26) TS1 x*1 x x* Ix
LN 4 ( :3 2) B f A0 1 x* Lx
LN 5 ( 81 ) Cl xGN x xGN x
LN 6 (98) CL xix xix)
LN 7 ( 122 ) OUT )
LN 8 ( 167) AOI I
LN 9 ( 174 ) BT A02 /
LN 10 ( 184 ) T ST x*x x* )f
LN 11 ( 190 ) Bf A03 x *x
LN 12 (239) CL xCI x )CeI x)
LN 13 ( 263 ) OUT )
LN 14 ( 308) A03 I
LN 15 ( 316 ) BT A02 /
LN 16 ( 334) SR • STRI NG
LN 17 ( 340) BF A04 .STflING
LN 18 (389) CL xCL x xcI.. x
LN 19 (402) Cl *)
LN 20 ( 427 ) OUT ).
LN 21 ( 472) A04 •
LN 22 ( 483) A02 •
LN 23 ( 489) R • ~
LN 24 ( 4 S7) CUT CUT
LN 25 ( 5:3 0 ) T ST x. OUT x )(. 0 UT x
LN 26 (536) Bf A05 x.(UTx
LN 27( 547) TS1x(x x(x
LN 28 ( 55 2 ) BE x( )C
LN 29 ( 581) AOS •
LN 30 ( 587) eLL OUI OUI
LN 31 ( 593 ) BT A06 CU 1
LN 32 (595) SET OUI
LN 33 ( 599 ) BE CUl
LN 34 ( 610) TST x)x x )x
LN 35 (615) BE X)lC
LN 36 ( 659) A05 /
LN 37 (666) BT A07 I
LN 38 ( 676) TST x. LABELx x .LABELx
LN 39 (682) Bf A08x.lABELx
LN 40 ( 731 ) Cl xLB x xLE x)
LN 41 (755) OU1 )
LN 42 ( 764) CLl OUI OU1)
LN 43 ( 7(9) BE OUI )
LN 44 ( 813) A08 )
LN 45 ( 824) AO? )
LN 46 (834) BF A09 )
LN 47 ( 883) CL xCUTx xOUTx)
LN 48 (907) OUT ).
LN 49 ( 952) A09 •
LN 50 ( 962) AIO •





Ze i le 0 bj ect co de So urcecode
**************************.**********.***.******************************
LN 52 ( 976) EX3 EX3
LN 53 ( 991 ) . ID • I D
LN 54 ( 997) Ef All • I D
LN 55 ( 1046) CL xCLLx xC LLx
LN 56 (1059) CI .)
LN 57 ( 1084) OUT )
LN 58 ( 1129) All I
LN 59 (1136) BT A12 I
LN 60 ( 1154) SR .STRING
LN 61 (1160) BF A13 .STRING
LN 62 ( 1209) CL xTSTx xTSTx
LN 63 ( 1222 ) CI *)
LN 64 (1247) OUT )
LN 65 ( 1292) A13 I
LN 66 ( 1300 ) BT A12 I
LN 67 ( 1310) TST x.IDx x .ll)x
LN 68 (1316) BF A14 x.IDx
LN 69 ( 1365 ) CL xID x x I t x)
LN 70 ( 1389) OUT )
LN 71 ( 1434) A14 /
LN 72 (1442) BT A12 I
LN 73 ( 1452) TST x.STRINGx x.STRINGx
LN 74 ( 1458) Bf A15 x. STRINGx
LN 75 (1507) CL xSR x xSF x)
LN 76 ( 1531 ) OUT )
LN 77 ( 1576) A15 I
LN 78 ( 1584 ) ET A12 /
LN 79 ( 1594) TST x( x x( )(
LN 80 ( 1600) BF A16 x( x
LN 81 ( 1608) cLL EXI EX1
LN 82 (1613) BE EX1
LN 83 ( 1624) TST x)x x )x
LN 84 ( 1629) BE x»(
LN 85 ( 1673) Al6 /
LN 86 (1681) B1 A12 I
LN 87 ( 1691) TST x$x x$x
LN 88 (1697) BF A17 x$)(
LN 89 ( 1734) LB .LABEL
LN 90 (1740) GN 1 *1
LN 91 ( 1746 ) OUT *1
LN 92 (1155) cLL EX3 EX3
LN 93 ( 1160) BE EX3
LN 94 ( 1809) CL xBT x xET x
LN 95 ( 1817) GN 1 .1 )
LN 96 ( 1842 ) OUT )
LN 97 (1892) CL xSETx xSETx)
LN 98 ( 1916) OUT ).
LN 99 ( 1961) A17 •
LN 100 ( 1972) A12 •
LN 101 (1918) R .,
********************************••••*******.********************.*******
- 37-




LN 1 02 ( 1986) EX2 E}( 2
LN 103 (2016) Cll EX3 EXJ
LN 104 (2022) BF A18 EX3
LN 105 ( 2071) Cl xBF x xEf x
LN 106 (2079) GN 1 *1)
LN 107 ( 2104) CUT )
LN 108 ( 2149) A18 I
LNI09( 2156) BT A19 I
LN 110 (21€3) CLL OUT OU1)
LN 111 (2169) Bf' A20 CUT)
LN 112 ( 2213) A20 )
LN 113 ( 2224) A19 )
LN 114 ( 2234) BF A21 )
LN 115 ( 2263) A22 $(
LN 116 ( 2289) Cll EX3 EX~
LN 117 (2295) BF A23 EX3
LN 118 ( 2344) CL xBE x xBE x)
LN 119 ( 2368) OUT )
LN 120 ( 2413) A23 I
LN 121 ( 2420) BT A24 /
LN 122 ( 2427) cLL OUT CUT)
LN 123 ( 2433 ) EF A25 GUT)
LN 124 ( 2477) A25 )
LN 125 ( 2488) A24 )
LN 126 ( 2498 ) ET A22 )
LN 127 ( 2500) SEl )
LN 128 ( 2504) BE)
LN 129 (2541) 1.13 .LABEl
LN130( 2547) GN 1 *1.
LN 131 (25E3) OU1 *1.
LN 132 ( 2598) A21 •
LN 133 ( 2608) A26 •
LN 134 ( 2614 ) R .9
LN 135 ( 2622) EXl EX1
LN 136 ( 2632) CLL EX2 EX2
LN 137 ( 2638) BF A27 EX 2
LN 138 ( 2667) A28 $(
LN 139 ( 2696) TST x/x x/x.
LN 140 (2702) 13F A29 x/x.
LN 141 ( 2751) Cl xBT x xET x
LN 142 ( 2759) GN 1 *1 )
LN 143 ( 2784 ) OUT )
LN 144 ( 2793) cLL EX2 EX2 )
LN 145 ( 2798) BE EX2)
LN 146 ( 2842) A29 )
LN 147 ( 2852) A30 )
LN 148 ( 2862) 13T A28 )
LN 1'..9 ( 2864) SEl )
LN 150 ( 2868 ) BE )
LN 151 (2905) LB • LABEL
LN 152 ( 2911) GN 1 *1.
LN 153 (2917) OUl *1.
LN 154 ( 2962) A27 •
LN 155 ( 2972) A31 •







LN 157 ( 2986) ST ST
LN 158 (3001) ID .It
LN 159 ( 3007) BF A 32 .ID
LN 160 ( 3044) LB .LABEL
LN 161 (3055) Cl *
LN 162 ( 3061) OUT *
LN 163 ( 3073) T ST x=x x= x
LN 164 (3078) BE x=x
LN 165 ( 3086) cLL EX1 EXI
LN 166 ( 3091) BE EXI
LN 167 (3102) 1ST X.,x x. ,x
LN 168 (3107) BE x.,x
LN 169 (3156) CL xR x xR x)
LN 170 ( 3180) OUT ).
LN 171 ( 3225) A32 •
LN 172 ( 3235) A33 •
LN 173 ( 3241) R .,
LN 174 ( 3249) PRO PRO
LN 175 (3262) TS1 x.SYNTAXx x.SYNTAXx
LN 176 (3268) BF A34 x.SYNTAXx
LN 177 (3281) ID .10
LN 178 ( 3286) BE .It
LN 179 (3335) CL XADRx XAD"x
LN 180 (3348) CI *)
LN 181 (3373) OUT )
LN 182 ( 3403) A35 $
LN 183 ( 3409) CLL S1 ST
LN 184 ( 3415) BT A35 S1
LN 185 ( 3417) SET ST
LN 186 ( 3421) BE S1
LN 187 ( 3432) TS1 x.ENDx x.ENDx
LN 188 (3437) BE x.ENDx
LN 189 ( 3486) CL xENDx xENDx)
LN 190 ( 3510) OUT ).
LN 191 ( 3555) A34 •
LN 192 ( 3565) A36 •
LN193( 3571) R .,
LN 194 ( 3584) END .. END
************************************************************************
w. Kn eis 9 ME TA - I I IX - S y s te m
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A-4 Assembler-Listinq von eMSO (A-6-l)
----------------------------------------
************************************************************************
Zeile Cb jec tc ode Soul'ceccde
Op Cpel'and
**********************~*************************************************
LN 1 0 167 ADR PFiO
LN 2 4 2 OU1 iST x*1x
LN 3 x*l x
LN 4 12 10 BF A01
LN 5 15 3 CL xGN x
LN 6 xGN x
LN 7 15 1 CL xIx
LN 8 xl x
LN 9 14 OUT
LN 10 10 24 AOl BT A02
LN 11 4 1 TST x*x
LN 12 x* x
LN 13 12 17 EF A03
LN 14 15 .. CL xC I xv
LN 15 xCI x
LN 16 14 OUT
LN 17 10 24 A03 ET A02
LN 18 7 SR
LN 19 12 24 EF A04
LN 20 15 .. CL xCL x
'"LN 21 xCL x
LN 22 16 Cl
LN 23 14 OUT
A04
LN 24 9 A02 Fi
LN 25 -4 4 OUT 1ST x.CUTx
LN 26 x. OUT x
LN 27 12 38 BF A05
LN 28 4 1 TST x(x
LN 29 x' x\
LN 30 13 BE
LN 31 8 2 A06 cLL OUl
LN 32 10 31 BT A06
LN 33 1 SET
LN 34 13 BE
LN 35 4 1 TST x)x
LN 36 x) x
LN 37 13 BE
LN 38 10 48 A05 ET A07
LN 39 4 € 1ST x. LABELx
LN 40 x. LAEx
LN 41 xEL x
LN 42 12 48 EF A08
LN 43 15 :3 CL xLB x
LN 44 xLB x
LN 45 14 OUT
LN 46 8 2 C1.L OU1
LN 47 13 BE
A08








LN 49 15 3 CL x(Uix
LN 50 xOUT x







































































































































LN 90 10 10€
LN 91 4 1
LN 92 x$ x
LN 93 12 106 BF A17
LN 94 21 LB
LN 95 17 1 GN I
LN 96 14 OUT
LN 97 8 53 CLL EX3





Ze i le Objeetcode So ur cecode
Gp Opera nd
************************************************************************
LN 99 15 3 CL xETx
LN 100 x8T x
LN 101 17 1 GN 1
LN 102 14 OUT
LN 103 15 2 CL xSE Tx
LN 104 xSET x
LN 105 14 OUT
Al7
LN 106 9 A12 R
LN 107 8 53 EX2 CLL EX3
LN 108 12 113 Br Al8
LN 109 15 3 CL xfF x
LN 110 xBr )(
LN 111 17 1 GN 1
LN 112 14 OUT
LN 113 10 116 A18 BT A19
LN 114 8 2E CLL OUi
LN 115 12 116 EF A20
A20
LN 116 12 131 A19 EF A21
LN 117 8 I;":l 1\22 CLL EX3'-' 'U
LN 118 12 122 BF A23
LN 119 15 3 CL xBE x
LN 120 xBE x
LN 121 14 OUT
LN 122 10 125 A23 ET A24
LN 123 8 25 CLL OUT
LN 124 12 125 BF A25
A25
LN 125 10 117 A24 E1 1\22
LN 126 1 SET
LN 127 13 BE
LN 128 21 LB
LN 129 17 1 GN 1
LN 130 14 OUT
A21
LN 131 9 1\26 R
LN 132 8 107 EX1 CLL EX2
LN 133 12 149 Bf A27
LN 134 4 1 A28 TST x/x
LN 135 xl )(
LN 136 12 143 EF 1\29
LN 137 15 ":l CL XBT xv
LN 138 xET x
LN 139 17 1 GN 1
LN 140 14 OUT
LN 141 8 107 CtL EX2
LN 142 13 BE
A29
LN 143 10 134 A30 BT A28
LN 144 1 SET








LN 146 21 LB
LN 147 17 1 GN 1
LN 148 14 OUT
A27
LN 149 9 A31 11
LN 150 5 ST ID
LN 151 12 166 Bf A32
LN 152 21 LB
LN 153 16 CI
LN 154 14 OUT
LN 155 4 1 TST x=x
LN 156 x= x
LN 157 13 BE
LN 158 8 132 cLL EXI
LN 159 13 BE
LN 160 4 2 1ST x. ,x
LN 161 x. , x
LN 162 13 BE
LN 163 15 3 CL xFl x
LN 164 xR x
LN 165 14 OUT
A32
LN 166 9 A33 R
LN 167 4 7 PRO TST x.SYNTAXx
LN 168 x. S YNx
LN 169 xTAX x
LN 170 12 187 Bf A34
LN 171 5 In
LN 172 13 BE
LN 173 15 3 CL xADRx
LN 174 xADfl x
LN 175 16 Cl
LN 176 14 OUT
LN 177 8 150 A35 cLL Sl
LN 178 10 177 BT A35
LN 179 1 SET
LN 180 13 BE
LN 181 4 4 1ST x.ENDx
LN 182 x. E NDx
LN 183 13 BE
LN 184 15 3 CL xENDx
LN 185 xEND x
LN 186 14 OUT
A34




A-5 META-II/X - Konfigurat ionswerte (fuer IBfo1/370-168)
















CM A( tML )
Meta Maschine (SIM+CMC(IML»
Met a As emb 1e 1" ... CMA( IML)
Uebersetzungszeit tuer CMS( IML)
Comp i 1e S tep
As sem b 1e S t e p
File ha n d 1 in 9
Uebersetzungszeit fuer IML Statement
Ccmpile Step
















Naeherungswerte fUEr Kernspeicheranforderungen in k B~tes:
***********************************************************
MS::: Laenge von META-II/X::: 24 k
cM == Laenge der cMC Compilerdarstellung
CA ::: Laenge der CMA Compilerdarstellung
LL == Laenge der Labeltabellen
Na eher un gs wert e:
CA=3*cM(neu)
lL == CM( neu)






K = 2'* + CM( alt)
2. Assemble Step
****************
K = 24 + CA + max(cM( alt),LL) .... c~(neu)
( 24 + 5*CM( ne u )
Mit diesen Angaben tuehrt die derzeitige overlayfreie Konfiguration zu





















.. OUT( xSETx ) .. ,
.CUT( xGN x xIx)
.OUT( xCI x)
• CUT( "CL )( *) .. ,
$ OlJl x)x




• Cur( x S R )()
$META *** CO~PILE" DESCRIPTICN CMSO ***
$COMPILE,INPUT,TRACE
$/ISSEMBLE,LIST
t*DESCRIPTION or THE MINIMAL CCMPILER VERSION WITH SELFDESCRIBING











x • STRI NGx
x(x EXI x)x
x$x .LABEL *1 EX3 .. OUT(xBT x *1)
EX2 = (EX3 .0UT(x]F x *1) / OUT)
$(EX3 .OUT(llBE x) j OUT) .LABEL *1.,
EXI = EX2 $(xjx.OUT(xBT x *1) EX2) .LABEL *1.,
ST = .ID .LABEL * x=x EXI x .. ,x .OUT{ xR x).,




























$META *** COMPILER DESCRIP1ION CMSI ***
$COMPILE,INPUT
$J\SSEMBLE
$* EXTENDED COMPILER DESCRIPTICN rOR CMS(IML) TRANSLATION
.SYNTAX EcD
OUI : x*Slx .CUT(xST x xix)
x*S2x .OUT( xST x x2x)
x*S3x .CUT(xST x x3x)
x*Clx .0UT(xCS x xix)
x*C2x .OUT(xCSxx2x)
x*C3x .OUT(xCS x x3x)
x*lx .OUT( xGN x x Ix)
x*2x .0UT(xGN x x2x)
x*3x .OUT( xGN x x3x)
x*4x .0UT(xGN x x4x)
x*x .IJUT(xCI x)
.STRING .OUT( xCL x *) .,
OUT = (x.OUTx x(x $ OUI x)x /
x • x $ OUI x'x /
x.OULBx x(x .OUT(xLB x) $ OUI x)x /
x x .0UT(xLB x) $ OUI x x /
x. LABELx .CUT( xLB x) (U 1 /
x. COPYLx. 0 UT( xC 10 x ) /
(x.ECLx / x •• x) ) .OUT(xOUTx) /
x.OCDx x(x $ OUI x)x I
X<X $ OUI x)x /
x.DIAGxK(x .STIHNG .CUT(xMS x *) x)x /
(x.LBLx / x:x) .JUT(xLB x) OUI .,
EX3 = .ID .OUT(xCLLx *) /
.STRING .OUT(xTSTx *) /
x. ID x • OUT( xID x) /
x .. LIDx x( x .. STRI NG .. OUT( xLIDx *) x)x
x.COMx x(x .. STRING .0U~xCOMx *) x)x
x .. ERPx • CUT( xERPx)
x.HOSTK x(x .STRING .OUT(xHOSx
x.ELOFFx .OUT(xRDBx)
x.BLONx .GUT(xNOEx)




x$x • LABEL *1 EX3 .CUT(xBT
EX2 = (EX3 .OUT(XEF x*l) I OUT)
$( EX3 • OUT( )(BE x) I OUT) • LABEL *1 .,
EX1 = EX2 $( x/x .OUT( xBT x *1) EX2) .LAEEL *1 .,
ST = .ID .LABEL * x=x EXI (x.,x / xiX) .0UT(xR x) .,





A-6-3 COMPILER BESCHFEIBUNG CMS(IML)
$META *** COMPILER DESCRIPlIGN CMS(IML) ***
$eOMPILE,INFUT
$ASSEMBLE
$* IMl SUB SET CCMPIlER DESCRIPTIGN
.SYNTAX IMl
SYS = SYSKjSYSE ;
SYSE = xEXDCLSx S1
'xEXT CNAf.RD,CNAf.WR,CNAF.CiR,CNAF.SJW,CNAF.SJRx'
SYSK = xDCl8x ST
'xENTRY CNAf.RD,CNAf.WR,CNAf.C1R,CNAf.SJ~,CNAF.SJRx·
xCNAF .. ITO UJP,I **x LDAI 'xS1Q CNAF.MS1+6x·
'xSAcH CNAf.MSl+23x· CIOI 'xO cNAf .. MS1x· • xO Bx'
·e xSEl 10018,2x' UJMl • xUJP cNAf.ITOx· : *SI (xCNAF.MS1x)
'xOCT 60545460,23214421,23603163,00602225x'
'xOe1 31604760,13606060,60606060,60545477x·
xCNAF. Q10 UJP, I **x lDAI 'xSTQ CNAf.MS2+9x·
'xSACH eNAF.MS2+35x' eICl 'xO eNAF.MS2>1' 'xO 11)('




'xENI **,1x' leOCT.BCD UJP **x 'xENQ Ox' 'xANA 77777Bx'
'xSHAQ 12x' 'xSTl *-5,lx' 'xENI 3,1)(8 'xSHQ 3x' 'xSHAQ 3)(·
'xI JD *-2,1 x· • xU JP (CT. BCD-l x'
xeNAF.cTR UJP **x OUAW EXSl 'xUJP CNAf.eTRx'
xCNAF .. SJW UJP **x OUAW OAW EXSl 'xUJP cNAF .. SJWx'
xCNAF .. SJR UJP **x CUAW IAW EXSI 'xUJP CNAF.EJRx'
xCNAf .. WR UJP **x OUAW OAW EXS 'xUJP cNAF'.WI;x'
xCNAF.RD UJP **x CUAW IAW EXS 'xUJP CNPf .. RDx'
LIAI = 'xLDA,I *-1x' 'l{INA,S -lx' 'xRTJ OCT.ECDx'
CIOI = 'xEXT CI0)(' 'xRTJ C10x' 'x02 59,Ox' UJM2 ;
ST = :*82 <x********x> .COPYl .
"S11 = :*S3 (x * ,. :+ * **,. *x >
CCNN = 'x eON 40008,2x' UJM 1;
Sr: L1 = ' xSEL 108,2)(' UJM1 ·•
EEL4 := 'xSEL 40B,2x' UJMl ·•ENOl := , xEN I 0,1)(' ;
E XSI = 'xE XS 1,2 x· '><AT J CNAF..ITOx·
EXS := 'x EXS 40 °IB ,2x B 'xRiJ CNAF'.QIOx'
EXSQ := , xE XS 4000B,2)('
(Opy ,- 'xCOPY 2x ' .D
NOP := ' xNOP ** x' e
"UJP2 =:: 'xUJP *"2x' e
"tJJM5 = 'xUJP *-5x • .
"UJM2 = 'xUJP *-2)(' .
"UJMl = 'xUJP *-1x •
BSSI := • xBSS 1 )(. ;
DUAW = CCNN SELl DTAW PAUS .•
IA\,} := SEL4 IN ,öW PAUS
OAW := SEl4 'xSHAQ 24x' CT AW PAUS
INAW := 'x IN AW 2x' UJM2;
DIAW = 'xOTAW 2)(' UJt-t2 ;
ENA = (xENAx) ;
ANA4 = 'xANA 4000Bx'




OcTO = • xOeT ox' ;
"rs = <xVFD elOIx);
SCAS = • xse Ax >I< •••
seAL = (xSCAx);
SCAC - 'xSCAx *c 1 • ;
PAUS = • xP AUS 4x' UJM 1
R :: 'xDINTx' • )( fi TJ CNAF• CT Rx• .,
fiRD = 'xDINTx' 'xRTJ eNAF .RDx·;
BIN R :: • xDINT)(' , xRTJ CNAF. ~R x' ;
RRDJ = • xD I NTx • 'xfiTJ CNAF.SJHx';
FWRJ :: 'xDINTx' 'xR IJ cNAF.SJWx';
DEeL = SY S/ DeL E/ DCLR/DCLL .•DCLE :: xLOCDx ST .ID .LBl*
( xHx CAAV / xPx 'xEQU *x • .ID • LBL* eAAV I xG x $ CAAV )
e NA. EoL ;
NUMI <xVFD GIO/x *) I x8x VFS <x10x> I x9x VFS (xlIx)
x,x .BLOFF (x,05/x) (NUM4 1 NUMS) • ELaN;
x,x • BLOFF (X ,34/x> NUM6 .BLGN ;
xOx/xlx/x2x/x3)(/x4x/x5~/x6x/x7x ;
x8x <xlOx> / x9x <xlIx> ;
NUMA /
xl0x (x12x) / xlIx <x13x> I x12x <x14x) I
x13x <xIS x) I )(14x (xI6x) / x15x (x17x> ;
x16x (x20x> / x17x <x21x) I x18x <x22x) I x19x <)(23x> I
x20x (x24)(> I x21x ()(2Sx) I x22x <x26x> I x23x <x27x>
)(24x (x30x> I x25x (x31x> I x2€x <x32x) I )(27)( <x33x> I
x28x <x34)(> / x29x <)(35)(> I x30x (x36x> / x31)( <x37)(>
NUf-13 I NUM6 ;
NUM2 I ~U~l <*> ;
xLOCCx ST .ID .OCD(*Sl) .ID .GCD{*S2)
(.NUMBER .oeD( *S3) .10 .LBL* OcTO 'xDECx *c3'
1.10 .OCD(*S3) .ID .LBL* OeTO .LBL*C3 BSS1 )
.LBL*C2 aCTa *Cl xEQUx *
DeLL = xLOCLx SI .ID <*SI) (xSUBX : *e 1 C <* SI> t-. AI
xBIT x x, x <xVFD Cx > EI T 'x11 x': *C1 ( (* S 1> N )
• E0 L (x r Eex > ( •NU~BER' *' I • EMPT Y • *Cl' ) ;
fIT = x24x<x1x>/x23x(x2x>/x22x<x3x>/x21x<x4x)/x20x<x5x)/x19x ()(6x>1
xI8x<x7x>/x17x<x8x>/x16x(x9x>/xI5x(xlOx)/xl4x<xl1x>/xl3x<x12x>1
x12x(x13x)/x11x(x14x>/xl0x<x15x)/x9x(x16x>/x8x<xl7x>/x7x<xI8x)1
























.EMPTY .BLOFf FROG ;
.ERP $ S1MT END REM;
.HOST(x9 * x)/(LID ACTSIACTS/DECL)('x;x/MOOl)/.COM(x/*x) ST
ENDI/ENr2/M002 PROG ;
xENDx x;x STI 'xE~D CF TRANSLATIONx' ;
.EOF ST1 IxEND OF FILE EtiCOUNTEREDx
'
;
STI <xVOR DEM TESTx> .REM
'xfLASCHEN - FRESTA EITTER ~ED - KPLTSTELLENx'
.L I D{ x: x ) '" x EQ U *x
.DIAG(xMICOOl SEMICOLCN ~ISSINGx) ;
.DIAG(xM1C002 NO VALID IML-KEYWORDx)
(SING / MULT I BLOC I LAM / CR I SC)
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Bloe .::: xUBLx ST 'xtJJPx *1' *2 xUJP **x ENA BEE 'xUJPx *2' :*1
.ID <*Sl) ENA ~ BK 'x66~BX' LO 'xRTJ CAM.ENLx' , )(40x *Cl I I
I )(32B Xl .EMPTY LB ' xR T J CA M"E NL)( I 'xOOx *Cl ' )
'x40x *2 I "I D 'x OOx *' IxENA Ox' 'xST Ax *C2' 'x STAx *C2 x +2x'
'xEINTx'
BBB .::: ( Rf SE BI RFO ' xsr Jl,x "'Cl x ,I x' I
WR SE BI ' xLDQx "'c 1 )(, Ix' RW R) REP
EI .::: • ID <*SI> • ID <* S2> ' xLO I x * x,lx'REP .::: CH • xE NI x * x,lx'
.
•
LAM .::: ( xE NLx LBI ( BK 'x663Ex' LO CAM3 / • x32 Ex' • EMPTY L B CAM I) /
x DISLx LEI ( BK 'x667Bx' LO CAM4 / ')(308)(' " E MPTY LB CAMZ) I
xCLRLx LBI ( BK I x6Z7Ex' LO I 'xl2Ex' .EMPTY LE» IX EINT x' I
x I FLx L]l ( BK • j( 7 0 IBx ' L4/' xl OB x' "EMPTY L3 LJQ) /
xlfNLx L ]1 (BK ' )(701Bx' L5/'xl0BX' "EMPTY L3 IJNQ) /
xlfSx LßI (BK 'x601Ex· 14/' x33 Bx' "EMPTY L~ LJQ) /
x IFNSx L BI (BK 'x60lBX' L5/' x33BX· "EMPTY L3 IJNQ) I
( xHLSx cco • )(601 Bx' /
xRLRx ecO ·x701Bx' I
xRLMx CCO ')(641B)(' ) LBZ SIR /
x ~LMx CCO 'xE63Bx • lBZ SIW ·•
L]Z
-= ( SEI" EMPTY UJPZ : :+ 1 C N .EOL SCAL 1* l' )
LB 1 .::: CCD .10 <*S1 > ;
LE .::: SCAC R .
•
LO = SCAC 'xL DQx *Cl x- 1x' RWR .•L1 = .. ID SCAC RRD IxEINTx' ·xlDQx "'Cl x-lx' .•
l2 .::: .. ID L3 'x AN A, S 4000Bx' • xSHAQ l1x' , x )(OA , S 1 x'
L3 .::: LB • xEI NT)(' .•
L4 .::: LI • xA QJ, E Qx *' ·•L5 .::: LI ' xAQJ ,N Ex *. ·•BK .::: x( X xB11x x)x .
"CIIM1 .- .ID CAM2 • l( OOx *u/ .. EMPTY ·,
CAM2 .::: , xRT J CAM .. x *CZ' , .x0 0 x *C1 1
CAM3 .::: .. ID CAM4 IX OOx '* '/ .EfdFTY ·•(AM4 .::: 'xRTJ CAM .. x *CZ' Ix40x *c tu ·•
cR .::: ( xCZx CCO I x34432BX' /
xCCx cco • )(34412 Ex' I
xSETCIx eco ·x3€472BX· /
xC LRCl)( cco • )(364708)(' I
x DISCDx CCO 'x 36530Bx' /
xENCDx CCO • )(36532 Ex' ) CC2 I
( xlfClx eco 'x3€ 47:3Bx· I
xl FCD)( CCO I x36533 Bx' I
x I fGLx eco ' x :3 6 5731l x ') ce 2 lJQ /
( xl F NCI )( CCO • )(36 4 73 Ex' /
x I fNCDx CcO 'x3€533Bx • /
xl fNGLx CCO • x36573Bx' ) CCZ LJNQ /
xRCGLx cco IX OX • CC4 SIR .•
ecO .::: ST ENA
CCI .::: (NUMI UJP2 :*1 UfS '*8/ .. EMPTY UJP2 :*1 VFS NUMA .e) seAL '*1'
CC2 - CCl R 'xEINTx,
CC3 .::: CC2 COPY ;
Ce4 =( SE I ..E~1PTY UJP2 : *1 C <x,05/36.,04/Zx) .. [OL seAL '*1')
I F1 = AN A4 'x AZJ ,EQx "'.
IFO .::: ANA4 'xA2J, l\Ex *'
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Sc = Xj3Zx eco 'x432BX' R 'xEINTx' /
xRBCRx CCO ' xO x' SCE SIR /
x WBCRx eco 'x20Bx' seE SIW /
xRBQx ct1 ANA4 .s TA S /
xIfB Qx CDl Ifl /
x IFNllQx ct1 HO /( xE NBD x CD3 ' xSEl 0,2 x' I
xDISEDx CD3 'xS EL I, 2x • ) U JMl 'xEI NTx' .•
ScE = (SE / • EMPTY UJP 2 : *1 <x\JfD GIg/x) NU,..,6 .ECL SCAl ' *1" )
CDl = CD3 .ID ' xEI NT x' CCpy
CD3 = ST 'xDINTx' cONN .•
SING = xSJNQx cco fSJ LJNQ I
xSJQx eco SSJ LJ(; /
xSAX eco .sSS
xMAx S1 Et\OI .LBL*l E~A MMM .10 CH 'xlDA<;x *' 'xA'J, t\Ex *1'
wR ME .ID 'xlDQx * x,1x' RWR /
OP ME R I
Rf ME • 1D RRD 'xS TAx * x, 1 x' ;
.ID 'xSCAX • x,lx' ;
'xEINTx' COPY 'xSTAx * x+2x' 'xINI 1,1x' 'xS11x * x,lx'
(WR SE .It 'xLDQx *' RwRJ /
OP SE R I
RF SE .II RRDJ SlAS) 'xEINix'
WR SE SIW /
OP SE R 'xEINTx t /
Rf SE SIR ;
.ID SCAS ;
.ID RRD 'xEINlx' STAS ;
• I D 'x LD (; x *' RW R 'x EI NT x' ;
.10 EXSQ 'xUJPx *' ;
.ID EXSQ UJP2 'xUJPx *t ;
«xREAD2x/xF1x) <xIx> I (xREAnx/xFOx) <xOx> /
(xRCOMPx/xF3x) <x2x> / (xRcLx Ixf4x) <x4x) I
xF5x <x5x) / xf6x <x6x> / xf7x <x7x) ) 'XBx'
((xWRI12x/xFI7x) <x21x) / (xWRITEx/xf16x) <x20x) /
(XBSET2x/xF19x) ~x23x> / (xBISETx/xF22x) <x22x) I
(xBCLR2xjxF23x) <x27x> / (xEICLRx/xf21x) <x25x> /
xF20x <x24x> / xf22x <x26x) ) 'XBx' ;
OP = «xTLAMx Ixf8x ) <x10x) I (xTSTATx/xF27x) <x33x) /
(xcLR2x/xFl1x) <x13x) / (xCLEARx/xfSx ) <xlIx) j
~fl0x <xI2x) / xFl2x <x14x) I xf13x <x15x) /
xf14x <x16x) / xF15x <x17x>' /
(xENABLx/xF26x) <x32x) / (xDISABx/xf24x) <x30x> j
(xEXx /xf25x) <x31x) / xF28x <x34x> /
































SMETA,MLOAD *** LOADED VERSION EX9 ***
$cOMPILE,INPUT
$ÄSSEMBLE
$* EXTENDED CC~PILER DESCRIPTION FOR IML TRANSLATION
.SYNTAX ECD
OUl = x*S1x .OUT(xST x xIx)
x*S2x .OUT( xST x x2x)
x*S3x .OUT{xST x x3x)
x*Clx .CUT(xCS x xIx)
x* C2x .0UT{xCS x x 2x )
. x*C3x .. CUT( xes x x3x)
x*1x .. OUT( xGN x x Ix)
x*2x .OUT(xGN x x2x)
x*3x .OUT(xGN x x3x)
x*4x .OUT(xGN x x4x)
x*x • OUT( xCI x)
.STRING .OUT( xcL x *) .,
OUT = (x .. OUTx x(x $ OUI x}x /
XiX $ OUI XiX /
x.OULBX x(x .0UT(xLB x) $ OUI x)x /
x x .0UT(xLB x} $ CUl x x /
x.LABELx .0UT(xLB x) CUl /
( x. EOL x / x .... x) ) .0 U1 ( x 0 UTx) /
x.OCDxx(x$ CUI x)x /
x<x $ DU lx>x /
(x.LBLx I x:.x) .OU1(xLE x) OUI .. ,
EX3 = .ID .CUT(xCLlx *) I
.STRING .. OUT(xTSTx *) I
x • I Dx • CUT ( xI D x) /
x.LIDx .OUT( xLIDx x : x) I
x.COMx .. CUT(xCOf«.x x /* x) /




x.STRINGx .OUT(x8R x} /
x( x E Xl x)x /
x.BACKUPx x(x.OUT(xUP x) EXI x)x /
x.EMPTYx • OUT( xSEix) /
x$x .LABEL *1 EX3 .OUT( xBT x *1) .OUT( xSETx).,
EX2 = (EX3 .OUT{xBf x *1) / OUT)
$ (EX3 .OUT( xBE x) .OUT( xBF x *1) / OUT) .LABEL *1 .,
EXI = EX2 S(x/x .OUT~ XBT x *1) EX2) • LABEL *1 .,
51 = .. ID .LABEL * x=x EXI (x",x / XIX) .0UT(xR x) .,
EcD = x.SYNTAXx .. ID .OUT( xADRx *) $ ST x .. ENDx .. OUT(JlENDx) .. ,
.. END
$
SMETA *** TE8T FeR BACKUP ***
$COMPILE,INPUT,TRACE
$ASSEM:BLE,L IST
.. SYNTA)( TE ST
T EST = x. START x U*. $ ($ 8 T 1 x; x) x. E ND x




















Ta SPECIFY THE COMPILE STEP (SIMULATOR RUN)
EXAMPLE Gf A SYNTAX GRIENTED METACOMPILER fASEr ON META 11
PRINCIPLES BY D.V. SCHCRRE (PFOC ACM lSTH NATL. CONf
1964, PAGE D1.:3)
wRlTTEN BY WILfRIED KNEIS, GfK, KARLSRUHE, ZYKLOTRONLABOR
THIS VERSION Of ~ETA 11 HAS THE SAME BASIC CAPABILITIES AS THE
ORIGINAL SCHORRE VERSICN HOWEVER WITH ADDITIONAL EXTENSIONS
- LIST Of INPUT TO SI~ULATOR
PROMT SIMULATOR OUTPUT LISTING
SIMULATOR OUTPUT LISTING IN
CDC-COMPPSS-ASSEMELER FORMAT
THIS OUTPUT ONLY WILL OCCUR, WHEN
NO ERROR HAS (CCURED IN THE COMPILE
STEP
COMPLETE SIMULATOR TRACE








Ta SPECIfY THE ASSEMBLE STEP
AND TO SAVE THE SUITED COMPILER VERSION, IF SPEClfIED
PARAMETERS: LIST - ASSEMBLY OUTPUT LISTING Cf\ PRINTER
MSAVE - TO SAVE COMPILER IN MACHINE CODE FORM




Ta BEGIN EXECUTION CYCLE AND RUN ~ITH SPEClfIED OPTIONS
PARAMETERS: N(NE
f. END CARD
TO END THE WHGLE RUN - STOP
PARAMETERS: NONE
I • MA I NFR OG Fi AM
PROGRAM AND INPUT/OUTPUT CONTROL BY ·$ ••••• ·-CCNTRCL CARDS
A. META CAI1D
TO LOAD THE SUITED COMPILER VERSION fROM PERIPHEREL UR
If NOT SPEClfIED fROM COMMON AREA INTO THE SI~ULATOR
PARAMETERS: MLCAD - TO LOAD COMPILER IN MACHINE CODE fORM
NLOAD - TO LOAD COMPILER IN MNEMC~IC ASSEMBLER










































































1. UNIFORM MESSAGE FORMAT
2. ERROR DIAGNOSTIC FOR SYSTEM LIMITS PROVIDED
3. ERROR DIAGNOSTleS IN SUBROUTINE ASEMBL
4. MACHINE INDEPENDENT STRING REPRESENTATION
Of THE ORIGINAL VERSION IN BLOCK DATA
5. MACHIt\E INDEPENDENT ASSEMBLER OUTPUT ON
FILE IPUN
6. MACHINE DEPENDE~T MACHINE OUTPUT ON fILE IPUN
CON VEN TION S
= FT02FOOl - COMPASS CARD OUTPUT
= FT04FOOl - INPUT FILE
SYSIN = FT05F001 - STANDARD INPUT
SYSOUT= FT06FOOl - PROMPT STANDARD OUTPUT
= fT07FOOl - STANDARD OUTPUT FeR SIMULATOR
= FT OBFOOl - DUMPOtJT PUT









A. GENERAL DI AGNOSTIC AND BACKUP FUNCTIONS (BE), (ERP), (UP)
1. STOP WJDE
2. RETURN TO ERF AND PROCESS NEXT STATEMENT
3. EACKUP If UP IS ON
B. LABEL BOX fUNCTICNS (GN)
FOUR INDEPENDENl STACK LABEL BOXES AVAILABLE AT EVERY STAGE
IN ~ECU~SIVE CALLING
c. UNIVERSAL REGISTER FUNCTIONS (ST), (CS), (CLS)
THREE COMMON NONSTACK REGISTERS WITH VARIABLE LENGTHS (MAX.
73 WORDS), AV AI LABLE FRCM EV ERY ST Jl CK I EEP •
D. COMMENT fUNCTION (COM)
CHECKS COMMENTS OF THE fORM 1* CO~MENT /*
E. SPECIAL LABEL FUNCTION (LID)
CHECKS LABELS OF THE FORM .ID IN THE NON-BACKUP MODE
F. DIAGNOSTIC filESSAGE FUNCTION (MS)
TO OUTPUT SPECIAL MESSAGES DURING PARSING
G. HOST lANGUAGE FUNCTION (HOS)
FOR PARSING IN AN ASSEMBLER (COMPASS ASSEMBLER) LANGUAGE
E 1\ VI R( Nf'I;E NT
H. INPUT LINE LIST FUNCTION (CIO)
FOR LISTING INPUT LINE AS COMMENT LINE IN OBJECT FILE
































































/INPSIMI LEFF,LMAX,LONE,LTEN,LHUN,LALPHA,LASTP, LOP, LOPND,














EQUIVALENCE (INBUF(1 hLCARD(l »,(INBUF(l),LINBUF( 1»
DAT A TOT AL, TOTALO ,RTIME ,R TIME 0 ,c TI ME ,e TI f'I,E 0 ,ATI r-,E, ATl MEO
1 /8* o. /







LOAD= .. f AL SE.
























C CENTRAL INPUT AND INPU1LISTING - PROGRAM CARD LCGP
C
1100 IF( "NOT.( JcL "OR. CIL» GOTO 1300
I F( lee UNT. GT. 1) GOT C 1220
WRITE(ISOUT,1210) DDATE,IPAGE
1210 FORMAT(lH1,/,' META II/X - COMPILER -INPUT',T50,'DATE ',A8,
1 T78,'1>AGE ',13,/)
I P AGE= I P AG E+ 1





131 0 F 0 fl MA T( 80 Al)
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IF( INBUF( 1) .EQ. JCNTR) GOTO 1600
1400 JCL=. FALSE.
L MA X= L MA )( +1
WRITE( IflLE, 1310) (INBUF( 1),1=1,80)
IF(LMAX .LE. 4200) GOlD 1100
WRITE{ISOUT,1430)
1430 fORMAT(/,' MI00 *** INPUT FILE, 4200 CAROS, TOC SMALL ***')
STOP 100
C






IF(INBUF(2) .EQ. ISYMB(I» ITYP=I
1610 CCNTINUE
IND=NEXT( COMMA)










Ir( ICH .EQ. IASYM( I» GOTD (110,120,130,110),1
104 CDNTINUE
11 0 I ND =I ND +1
GoTo 1620
120 CALL CCPARM( MLCAD, I DY1, 1DY2 )
GOTD 1620
130 CALL CCPAR~( NLCAD, IDY1, 1DY2 )
GoTO 1620
C




IF( ICH .EQ. lCSY... ( I» GOTo (210,220,230,240),1
204 CoNTINUE
IF(ICH .EQ. lASYM(4» GOTe 250


















If(ICH .EQ. IASYM(I» GOTC(310,320,330,304),I
cCNTINUE






CALL CCPARM( NSAUE, IDY 1, IDY2)




















CAV=CT IM E* 10 OO/KM AX
AAV=ATIME*1000/KMAX
RAV=RTIM E* 10 DO/KM AX
WRITE(ISOU1,520) KMAX,TOTAL,RTIME,CTIME,ATlME,TAV,RAV,CAV,AAV
520 FORMAT(lH1,1,' ACCCUNTING',/,' **********' ,I,
I • NUMBER OF CARDS',T~5,I5,1,
l' TOTALTIME',T35,f5 .. 2,' SEC',/,
2 ' FILE HANDLING TIME',T35,F5.2,' SEC',I,
3' COMPILE TIME',T35,FE.2,' SEc·,/,
4 ' ASSEMBLE TIME',T35,F5 .. 2,' SEC',//,
5 • AVERAGE TOTAL TIME',T35,F4.0,' MSEC',I,
6 ' AVERAGE fIl.E HANDLING TIME·,T35,F4.0,· MSEC',/,
7 • AVERAGE CCMFILE TIME',T35,F4 .. 0,' MSEC' ,I,
8 ' AVERAGE ASSEMBLE TIME' ,T35,f4 .. 0,' MSEc')
580 WRITE(ISOUT,590)
590 FORMAT(/,' MI50 *"'* END OF JOB **"",/,1H1)
STap 150
c














wRITE( ISOUT,612) (INBUf( 1),1:1,72)
612 fORMAT( I,' MI6t ***' ,72Al,'HAS BEEN LOADED INTC lASS ***')
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If( ICNT • LT. MAXOUT) GOTC 618
wRITE( ISOUT,6I1)
611 FORMAT(/,' M160 *** MACHINE 13UffEH, lASS(9500), TaG SMALL ***')
STOP 160
614 In .NOT. MLOAD) GOTO 616
READ(ICAR,1310) INBUf
READ( ICAR,642) LENGTH,(KODE( I),I=1,lENGTH)
WRITE ( I S CU T ,613) (I NBUF(I ), 1=1 ,72 )
613 fORMAT(/,' MI71 ***',72A1,'HAS BEEN LOADED INTO KODE ***')
If(LENGTH .ll. MCLIM) GOTO 616
wRITE(ISOUT,615 )
615 FORMAT(/,' M170 *** MACHINE BUFfER, MCODE(4000), TOO SMALL ***')
STOP 170











622 FORMAT(/,' M180 *** COMPILE STEP: ',16,' DIAGNCSTICS, FROGRAMlENGT
1H ::', 16,' ** *' )
COMP=.FAlSE.






632 FORMAT(/,' M190 *** ASSEM13LE STEP:',I6,' DIAGNCSTIcS, PROGRAMLENGT




640 WRITE( IPUN ,641)
641 fORMAT( 80X)
IF( .. NOT. MSA VE) GO TO 644
WRITE(IPUN,642) lENGTH,(KODE(I),I::l,LENGTH)
WRITE( ISOUT,€46}
646 FORMAT( I,· 11200 *** MSAVE EXEcUTED, l<oDE SAVED ON IPUN ***' )
642 FoRMAT(928,8X)
644 If( .. NOT. NSAVE) GOlO 645
WRITE(IPUN,648) ICNT
648 FoRMAT( 112)
WRITE( IPUN ,643) (IASS( I ),I=I,ICNT)
wRITE(ISOUT,647 )
647 FORMAT( /,. M210 *** NSAVE EXEcUTED, lASS SAVED CN tPUN ***' )
643 FoRMAT(18A4,8X)




















LETTER( 1)= I • GE. NA .AND. I • LE. NI
1 .OB. I .GE. "J .AND. I .LE. NR
2 .OR. I .GE. NS .AND. I .LE. NZ
DIGIT(I )=1 .GE. NULL .AND. I .LE. NINE
c





10 I ND == NE XT ( C(M ~A)
I=IND+l
IF(LETTER(INBUf(I» .OR. IND .GE. 72) RETURN
C
C fIRST NUM]ER CCNVERSION UNTIL ERA RECOGNIZED
20 KIND= IND
1=0
30 IN t= IND-l
If(INBUf(IND) .EQ.. BRA) GOTD 40





C SECOND NUM]ER CONVERSION UNTIL COMMA RECCGNIZED
40 I ND =KI ND -+1
42 IF( INBUF( IND) .E:;). KET) GOTO 50
IND==IND+l
GOTO 42




IF(INBUf(1ND) .EQ. CO~MA) GOlD 70
If( .NOT. Dl GIT( INBUf( I ND) » ST OP 320










I MPLICI TINTEGER ( A-Z)
COMMON /LIMITS/ CIL,COL,COLl,COL2,CDL,CDL1,cDL2,ICYCLS,
1 cr L, eT 11, er L2, ALL, ALL1, ALL2, MSAVE, NSAVE, NCARD,
2 IND
eOMMON /META I I P, MCODE( 4000 ), tBL( 4 ), IN EU F( 80 )
NEXT=IND+l







C KODORG = STARTING VERSION OF THE MET~ II/X COMPILER REPRESENTATION









cOMMON / INPS 11'1/ LE FF, lMAX, LONE, LT EN, L HUN ,L ALP HA ,L ASTP ,LOP ,LOPND ,
1 I S YMB (€ ), IC SYM( 4), lAS YM( 4 ), I A00
CCMMON /META/ IP, MCODE(4000 ),LBL(4 ),INEUF(80),IROW,S,MROW,OUT( 80),
1 OROW,ICCD,IfILE,I81N,ISOUT,IPRI,IPUN,ICAR,IPAGE,IcCU~T,LNBR,UP
2 ,INlN,CUTUF,ERR,EFLG,ECNT
tATA JCNTR,BRA,COMMA, KET,CHMASK/O$' ,'(' ,0,',' )' ,ZF0404040/
rAT A I SY MB I' M' ,0 c' " A' " *, " $ , " '/
DATA ICSYM /'I','T','L','r'/
DATA IASYM /'L','I'·l.',oN','C'/
DATA MCLIM /2000/,IAOO /'AOOO'/,LMASK /256/
DATA ICCD,IFILE,ISIN,ISOUT,IPRI,IPUN,ICAR /2,4,5,6,7,8,91




C DU 1 = •••
/204,°*1' ,1012,315,'GN' ,115,'1' ,14,2410,104,'*', 1712,315, 'CI', 14,
/2410,7,2412,315,'CL',1€,14,9,
C OUT.= ....
/404,' .OUTo,3812,104, '( ',13,208,3110,1,13,104,' )',13,4810,604,
/ ' .L A.B ' , ' EL ' ,4812,315, 'LB ' ,14,208, 13,5212,315 , ' CUT' ,14 ,9 ,
C E X3 = .".
/5,5912,315, 'CLLo, 16,14, 10€10, 7,6612 11 315,'T8T' ,16,14,10610,304,
I' • I 0' ,73 12 ,31 5 , ° I D' ,14 ,1061°,7 04 , ' • STR v , 'I NG ' , 8112 ,31 5, 'S R• ,
/14,10610,104, '( ',9012,13208,13,104,')' ,13,10610,104,' $' ,10612,
121,117,14,5308,13,315,'BT',11?,14,315,'SET',14,9,
C EX2 = •••
15308,11312,315,'BFI,11?,14,11610,2508,11612,13112,5308,12212,
/315,'BE' ,14,12510,2508,12512,11710,1,13,21,117,14,9,




/5,16612,21,16,14,104,'=' ,13,13208,13,204, '.,',13,315, 'R', 14,9,
C PRO = •••
/70 4 " • SYN' ,'iAX' , 187 12 , 5 , 13 ,3 15, ' ADR ' 11 16 , 1 4, 1 5 0 08 , 117 1°,1 ,
/13,404,'.END',13,315,'END',14,9 I
rATA NA,NI,NJ,NR,NS,NZ,NULL,NINE /'A' ,'I' ,'J' ,oR' ,'SI ,'Z' ,'0' ,'9'/
DATA KOPS,IADR,IEND,IBL,IEQUAL,ISTERN /40, 'ADR', 'ENO',' ',' ',''''1
OATA IPER,ISTR,Lopr,LADRF/'.','-',10,201
DATA NMOP 1'.sET','NOB','RDB','lST','ID','~UM','SR',
1 'eLl',' RO,' BT' ,'B' ,0 Er',' BE', 'OUT', 'CL', 'C1',' GN',
2 I CO M" I L I t " 'E RP " • LB • , ' MS • , 'ST' , • CLS' , • HO S' 9
3 ' es' " UP' " CIJ' ,'EO F' " f 0 P , , ' 0 P , , I CI P • , 'c L F ' , ' POi ' , 'HV ' , 'H LV ' ,






C MEANING Cf THE VARIABLES
C INBUF == INPUT HUfFER
C IROW == PCI NTER Of INPUT BUfFER, INBUF
C MROW == MARKER Of IROW
C MCODE == INTERNAL CCMPILER REPRESENTATION
C MCLIM == DELIMITER OF COMPILER BUFFER, McCDE
C MPOI NT == LABEL ST ACK PCI NTER
C OUT == OUTPUT BUFFER
C OROW == MARKER Of OUTPUT BUFFER FOR LABELS PND OP CODES
C P = PRO GRAM COUNTER
C GPND == OPEfiA~D
C S == MAIN SWllCH
C M == BLANK ~ODE SWITCH
C UP == BACKUP SWITcH
C ERR = ERReR SWITCH
c EFLG == ERROR fLAG
C ECNT == ERReR CGUNT
C ICYCLS == LINE NU"IBER FOR FULLTRACE ON




1 ISYMD(6 ),ICSYM(4 ),IASYM(4 ),IAOO











DIMENSION IPOINT( 80),STREG( 3,80),MARSK(3),MS(80)
LOGICAL CIL,CDL,COl,CTL,ALL,MSAVE,NSAVE,NCARD
LOGICAL S,M,LETTER,DIGIT,UP,ERR,EfLG,LIPRI,LTRAcE,LISOUT
LOGI CAL* 1 LMCODE( 1 ),LLITL ,LLBL( 1 ), LA S( 1 ), LOUT( 1 ), LI RE M( 1)
EQUIVALENCE (MCODE(l ),LMCODE(l) ),(LITL,LLITL),( lASSe I),LAS( 1»
1 ,(LBl.( l),LLBL( 1) ),(OUT( I ),LOUT(l) ),(IREM,LIREM{l »
DATA REM je 000'/
c
LETTER(I) == I .GE .. NA .AND .. I .. LE. NI
1 .OR.l .GE. NJ ..AND. 1 .LE. NR
2 .OR. I .. GE. NS .. AND .. I eLE. NZ
DIGIT( I) == I .GE. NULL .AND .. I .LE. NINE
LISOUT(LNBR) == CJL .. AND. (LNBR .GE .. COLI .AND .. LNBR .LE .. COL2)
LIPRI(LNBR) = {CDL .AND. (LHER .. GE. CDLl .AND. LNBR .. LE. CDL2»
1 .OR. NCARD







S = •FAL SE.
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M = • TRUE.
UP=. FALSE.











I P 01 NT( I )= I B1
2 OUT( 1)= lBL
IF(COL .OR. CTL) WRITE(ISCUT,3) DDATE
3 FORMAT( un,l, t META II/X - SIMULATOR - TRACE - OUTPUT' ,T50,
I'DATE ',A8,//,








4 P= p+ 1










7 FORMAT( 1X,3I5, lX,A4, I5,2L5,216,5X,I4,4A4,L5,2X,40A1)
c
GO TO ( 10, 20, 30, 40, 50, 60, 70, 80, 90,100,110,120,130,140,
C SET NOB RDB TST ID NUM SR CLL R BT B BF BE OUT
1 150,160,170,180,190,200,210,220,230,240,250,260,270,280,
C CL Cl GN cDM LID ERP LB ME ST CLS HOS CS UP cID
2 290,410,410,410,410,410,410,410,370,410,410,410), OP












C (NOB) TURN BLA~K MODE ON (BLANK 1S REDUNDANT SYMBOL)
c***********************************************************************
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DD 43 J = 1 , 0 P ND
41 1=1+1
If (INBUF( I) .NE. IBL) GO TO 42
IF (M) GOTO 41
42 LLITL=LMCDDE( 4*P+J)








C (ID) TESTFOR IDE'JTIFIER IN INPUT
c***********************************************************************
50 CALL INPUT
If (.NOT. LETTER(INBUf(IRDW») GOTO 4
51 IROW=IROW+1
IF (LETTER( INBUFC IROW») GOTO 51





C (NUM) TEST FOR NU'1ERIc ETRING IN INPUT
c***********************************************************************
60 CALL INPUT
IF (.NOT.DIGIT(INBUF(IROW») GO TO 4
61 1RCW=IROW+1
IF (DIGIT( INBUF( IROW») GO TO 61
IF (INBUF(IROW) .NE. IFER) GO TO 63
62 IROIJ=IROW+ 1
If (DIG1T(INBUf(IRCW») GO TO 62




C (SR) TEST FOR QUOfED STRl NG IN INPUT
c***********************************************************************
70 CALL INPUT
I f ( I NB UF( H ( W) • NE.. I EQU AL) GO T 0 4
71 IROW= IROW+ 1
IF(IROW .GE. 73) CALL INPUT
IF (INBUF( lROW) .NE. IEQUAL) GO TO 71
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IROW=: IROW+ 1





C (CLL) RECURSIVE CALL
c***********************************************************************
80 MPOINT=MP01NT-6
IF (MP01NT .LE. LENGTH) GOTO 82
MCODE(MPCINT) =P
I F( M) MCODE( MPO HJ T)=-MCODE( MPOINT)
MCODE( MPGI NT +1 )=1 Bi
MCODE(MP01NT+2)=IBL










C (R) SUBROUTINE RETURN
c***********************************************************************
90 Ir (MPOI NT .GE. MCLIM) GOlD 91
P=IAES( MCODE( MFGI NT»
M=P .NE. MCODE(MPOINT)
MPOI NT: MPOI NT+6
GOTO 4
91 IF(EFLG) RETURN
I F( CDL) GO TO 92









C (BT) IlRANCH I F MAIN SWI1CH ON
c***********************************************************************











C (BF) BRANcH If MAIN SWI1CH OFF
c·************·**~···**·****·**********·******·*********** ••*** ••******







e (BE) STOP, DIAGNOSTIc OR BACKUP IF MAIN SWITeH I~ OfF
C - BACKUP Ir BACKUP SWITCH IS ON
C - DIAG~OSTIC If EFFOR SWITCH IS ON
C - STOP Ol~ERWISE
c******·*******·······****·******************··*************************
130 I F( S) GO T0 4
IF( UP) GOTe 137
IPOINT( IROW)=ISTERN
WRITE(ISOUT,131) LNBR,ICYCLS,ICNT,INEUF,IPOINT
131 foRMAT(' M440 *** SYNTAX ERROR *** TR ACE =',15,', FTR ACE :' ,16,
1', PROGRAM LENGTH =8,I6,/,IX,BOA1,/,lX,80Al)
I POl NT( 1 RO\ll )=1 B L
If(ERR) GOlD 134
wRITE( IS0UT,133)




EeNT: EcN T+ 1
CALL INPUT
135 IF(LMcODE(4*(MPOINT+4)~I» GOTO 136
MPOI NT: MFOI NT +6
If(MPOINT .LT. McLIM) GOTO 135
STOP 460
136 P=IABS( MCGDE( MFOI NT »







1301 F0l1MAT(L3,' INUP',I3,' MINUP',I3,' INLN',I3,' OUTUP', 13,' DUTLN',1
13 )
00 138 1=1, I f\Lf\
138 EACKSPACE IfILE
READ( IFI LE,254) I NBUF
WRITE( ISOU1,252) INBUf
ICNT=OUTUP
IF'( .NOT .. LIPRI(LNBR» GOTO 4
If(OUTLN .EQ. 0) GOTO 4
00 139 1=l,OUTLN
139 EACKSPACE IPR1




C (OUT) Pl1INT LINE IN OUTFUT BUFFER
c***********************************************************************
140 LNBR=LNBR-H
If{LISOUT( LN]3R) WRITE( 1SOUT, 141) LNBF,lcYcLS,(OUT(I ),1=1,30),
1 (INBUf(I),I=MROW,IROW)
141 r 0RMA T( 5 X, •LN' , 14, 1X, I ( , , 16 , • )',1 X930 Al, 1X,30 AI)
If(LIPRI(LNBR) oAND. UP) OUTLN=OUTLN+l
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IF(LIPRI(LNBR» WRITE(IPRI,142) (OUT( I ),1=1,72 ),ISTR, LNBR
142 FORMAT(72Al, 'SI~',A1,I4)
00 143 L=I,4
143 LAS(4*(ICNT-1 )+L)=lCUT(4*(L-1 )+1)
I F ( lASS( I e NT) •NE. I EL) GO T0 148
IeNT =IeNT+l
00 144 L=7,10
144 LAS(4*( 1eNT-l)+L-6)=LOUT( 4*(L-1)+1)
ICNT=ICNT+1
Da 145 L=11,72
145 LAS(4*(ICNT-1 )+L-IO )=LOUT(4*(L-l )+1)
00 146 1=1,16
IF (lASS( IcN1) .EQ .. IBL) GO TO 147
146 ICNT=ICNT+1
147 lASSe IeNT) =0
148 ICNT=ICNT+1
DO 149 1=1,72
149 OUT( I )=1 BL
OROW=7
IF(ICNT .. GE. MAXOUT) GO TO 1040
GO TO 4
10 4 0 WRI T E( ISO UT , 10 4 1 ) 1NB UF





C (CL) eoPY LITERAL INTO OUTPUT ßUFFER
c***********************************************************************
150 00 151 I=1,OPND
LL1TL=LMCODE(4*P+l )
OUT( OROW) = LITL
151 OROW=OROW+1















C (GN) GENERATE LABEL IN BOX 1,2,3 OB 4
C IF NOT ALREADY THERE AND PRINT IT INTO OUTPUT EUfFER
c**********··*****·*******···****··*·**···*··**··***********************
170 J=~POINT~CFND
IF (McODE(J) .. NE. IßL) GO TO 174
LO NE= LG NE +1
IF(LONE eLT. 10) Goro 172
LONE= 0
LTEN=LTE N+ LMAS I<




LH UN=LH UN+ LMAS I< **2




174 DO 176 1=1,4
176 LLBL( 4*( I-l)+1)=LMCODE( 4*( J-l )+1)
DO 178 J=1,4





C (COM) TEST .fOR A COMMENT STRING (NO FURTHER OPEI1AT10N)
C***********************************************************************
180 CALL INP UT
1=1ROVJ-1
D0 183 J =1, OP ND
181 1=1+1
Ir( I NB UF ( I) • NE. 1 BL) GOT C 182
IF(M) GOTD 181
182 LLITL=LMCODE(4*P+J)







IF(INBUF( I) .. NE .. I13L) GOTO 185
IF( M) GOTO 1 S4
185 LLITL=LMCODE(4*P+J)













C (LID) TEST rOR LABEL IDENTIFIER IN INPUT
c***********************************************************************
190 CALL INPUT
IF( .. NOT. LETTER( I NBUF( IROW») GOTO 195
1= IROW
191 1=1+1





1 f ( I NB ur ( I) .. NE.. 1 EL) GO T0 193
-69-
w. Kneis, META-II/X-Slistem
IF( M) GOTD 192
193 LLITL=U1CDDE( 4*P+J)
If(INBUf(I) .NE. LITL) GOT0195
INEUf( I )=IEL
194 CO NTI NUE
IROW=I+l
s=. TR UE.


























WR ITE( ISOUT, 224) INBUF, IPOI NT ,( MS( 1),1= 1 ,L )
224 fORMAT(' M430 *** SYNTAX ERROR ••• ',/,1X,80Al,l,lX,80Al,l,lX,20A4)
I POl NT( I R(W ) .:: I BL
IROW=73


























LLI TL= LMeODE ( J )
MARS=MARS+ 1
241 STREG(1,MARS)=LITL




e (HOS ) HOST I1ECOG NIZE R
c***********************************************************************
250 K=( MCODE( P+1 )-CHMA5K )/LMASK**3
J=MCODE( p+ 2)
251 CALL INPUT
IF(INBUF(1) .EQ. -1) GCTC 256
IF'(INBUF(K) .NE. IBL .AND. INBUF(l) .NE. J) GOTD 256
I F ( LI 50 UT( LN BR » WR I TE ( I 50 UT , 252) (I NB UF (1 ), I =1 ,80 )
252 FORMAT(1X,80A1)










e (es) COPY CCNTENT OF CCMMON I1EGISTER 1,2 OR 3


























OUT( I )= I NBUF( J)
IF(I .GE.72) GOT] 284
-71 -





C (EOr) TEST Ir END CF FILE Ud INPUT OCCUREt
c***·*************·*·***················**·····*···******••••*•••••••••*
C





C (REM) CCPY REMARK O~ OUTPUT
c***********·*···*·························*·*·*····****••••••••••••••••
370 I RE M= LONE+LTEN+LH UN+RE'-
00 371 J= 1,4
LL BL ( 4* ( J - 1 ) -+ 1 )= L I REH ( J )
OUT( DROW )=LBL( J )
DRDW=DROW+ 1
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SUBROUTINE INPUT
C IROW IS FOSITICN MARKE~ OF FIRST CHARACTER .NE. BLANK











LOGICAL S, UP .
S=. r ALS E.
IROW=IJWW-2
1 IROW= IROW+ 1
IF (IROW.GE. 72) GO TO 3





READ( IFILE,10,END=5) (INBUr( 1),1=1,80)
Ir(Up) INLN=INLN+l
10 fORMAT( BOA 1)






SUBROUTI NE PRI ~T
e AeTUALLY ONLY PRINTING OF OUTPUT LISTING ALLCWED
C CCNTBOL TO THIS ROUTI~E CNLY WILL EE GIVEN, WtEN NO ERROR















100 READ (IPRI,110,END=300) (INBUF(I),I=1,80)
11 0 F 0 RMA T( 8 0Al)
IF(INBUF(l) .NE. ISTERN .AND. INBUF(76) .EC. ISTR) GOTO 120
DD 130 J=1,72
130 JBUF'( J)=INnUF( J)
GOTO 250



















DO 218 J= JeT, 72
JJ=J J+ 1
JBUF( JJ )= INBUF(J)
IF (JBUF(JJ) .EQ .. IBL) JJ=JJ-l
218 eONTINUE
250 IF( ICOUNT .. Gi. 1) GOTe 220
WRITE( ISOUT,219) DDATE,IPAGE
I PAGE: I PAGE+l
219 fORMAT(lH1,1,' META lI/X - SIMULATOR - OUTPUT' ,l50,'DATE ',A8,
1 T78,'PAGE ',13,/)
220 IF( ICOUNT .E<;. 55) ICCUNT=O
I F( .. N01.. CtL) GOT 0 23 0





230 IF{NCARD) WRITE(IccD,110) (JBUf(I ),I=1,72),(INnUF(I),I=73,aO)
GOTO 100






C ASSEMBLING OF NMEMONIc ASSEMBLER CODE INlC SI~ULATCR
C MACHINE LANGUAGE
C ESTABLISHING OF SYMBOLS IN THE SYMBOL lABlE (C~LY 4 cHARACTERS)
C LOADING THE ~ACHINE PRCGRAM INTO MCODE=KODORG=KODE IN lHE















LOG ICAL* 1 LA S( 1 ), LINB Ur( 1),LJB UF( 1 )
LOG I C AL LI ST
EQUIVAlENcE (IASS( l),LAS( 1»,( INBUf( 1 ),LINBUf( 1»,
1 ( JBUF{ 1 ), lJBUF( I »
LIST( IP )=ALL .AND. IP .GE. ALLI .AND. IP .. LE. AlL2
C****************************************************·******************
C FIRST PASS- LABEL IDENTIFICATIGN AND PROGRAM LENG1H
C S1RING EXPRESSIONS ARE HANDlED IN ~ULTIPlES




C THE LENGTH OF INSTRUCTIONS USING STRING EXPRESSraNS











I f (I ASS( I C) • EQ. I BL) GG Ta 2
NL 13LS=NLB LS+ 1
lF(NLBLS .LE .. MlBlS) GOlD 5
WRlTE( 1S0U1, 14 )






I F ( I P • LE. ,., I P) GOT C 15
WRlTE( ISOU1, 16)




15 Ic= IC+ 1
IF' (lASS(IC) .EO. IEND) GO TC 20
IF'( IASS( IC ).EQ.NMOP( 4) .OR. IASS( IC). EQ.NMOP( 15) .OR.
1 IASS(IC).EO.N"10P(18) .OR. IASS(IC).EQ.NMOP(19) .OR.




4 rC=IC .... 1
DO 101 1=1,64
101 I NB ur ( r )= I BL
00 100 1=1,64
100 LINBUF( 4*( I-l)+l)=LAS( 4*{ IC-1)+I)
DO 6 K= 1,64
IF (INBUf(K) .EQ. IEQUAL) GOTO 7
6 CONTI NUE
7 J=K+ 1
8 Ir (J • GE. € 4) GJ Ta 1 0
IF' (INBUF(J) .NE. IEQUAL) GOT09








C SECOND PASS - REPLACING MNEMONIC OPERATION CODES BV NUMERIC VALUES
C ADDRESS SYMBOL IDENTIFICATION IN OPERATION fIELD
C AND EXPLICIl STRING HANDLING







ICOUNT = I CO UNT+ 1
If(.NOT. LIST(IP) .OR. IcOUNT .GT. 1) GOTO 23
WRITE(ISOUT,22)DDATE,IFAGE
I PAGE= I PAGE+ 1
22 FORMAT(lHl,/,' META II/X - ASSEMBLER - OUTPUT',T50, 'DATE ',A8,
1 T78 , t P A~ E ',13, / )
23 IC=IC+l
IF(IASS( Ie) .EQ. IßL) GO TO 25
IF(LAßEL .NE. Ißt. .AND. LIST( IP» WRITE(ISOUT,24) LABEL






I F (10 P • EQ. I EN D) RET UR N
K=O
Ir (IOP .EO. IADR) GO Ta 40
DO 26 K=l,KOPS
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26 CCNTINUE
K= °28 IF(ICCUNT .GE. 55) ICCUNT=O
ICOlJNT= ICOUN1+1
IF( .NOT. LIST(IP) .CR. ICOUNT .GT. 1) GOTD 29
WRITE( ISOU1,22) ODA1E,IPAGE
IPAGE=IPAGE+l
GO TO ( 30,20,30,50,30,30,30, 4C, 30, 40, 40,40, ;30, ~W,
1 2 3 4 5 6 7 8 9 10 11 12 13 14
SET NCB RD B T ST rD NU M SR CL L n BT 13 B F BE 0 U1
50, 30, 70, 50, 50, 30, 30, 50, 70, 50, 50, 70, 30, 30,
15 16 17 18 19 20 21 22 23 24 25 26 27 28
CL Cl GN cDM LID ERP LB MS ST ctS HCS CS UP cIC
30,170,170,170,170,170,170,170,30,170,170,170), K
29 20 31 32 33 34 35 36 37 38 39 40









e NO OPERA ND
C***********************************************************************
:30 MCODE( I P )= I<
Ir (LIST( IP» ItiRITE( 1S0UT,31) IP,K,LABEL,IOP
31 FORMAT( 5X, 'LN' ,15,15 ,16X,2A4 )
LABE L=I B L
lC= IC+ 1
IP=I P+1
If (IOP .. EQ. NMOP(9» GO TO 21
GO TO 23
C*************···************************·******************************





I F (LB L( M) •E Q. I S YMA) GO T 0 43
41 CONTINUE
wR1TE(ISGUT,42) ISY~A




IF (K .EQ. 0) MCODE(IP) =LADR(M)












DO 110 1= 1 ,64
110 LINBUF(4*(I-1 )+1 )=LAS(4*( IC-l )+1)
N=O
DO 51 JJ=1,64
IF (INBUF( JJ) .EQ. IECUAL) GOTD 52
51 CONTINUE
52 J=JJ+l
53 I F (J • GE. 64) G() TO 55
If (INBUF(J) .NE. IEQUAL) GOTD 54







IF (LIST( IP» \<IRITE( 180UT,56) IP,K,N,LABEL,IOP,(IN:BUF(l),L=JJ,J)
56 FORMAT(5X,'LNt ,I6,I5,I4,12X,2A4,64A1)
LABEL=IB L






IF (LIST(IP» WHITE(ISCUT,58) IP,INEUf(I)
58 fORMAT(5X,'LN',16,SX,' ',A4,' ')
59 MCODE( IP )=INBUF(I )
DO 61 1=1,64
INBU F( I )= IEL
61 JBUF( I )=IBl
IP=IP+1
60 IC=IC-+l
IF (lASS( IC» 60, 23,60
c***********************************************************************
C OPERAND IS A LITERAL
c***********************************************************************
70 IC= IC-+ 1
N=(IASS(IC)-CHMASK)/L~ASK**3
MCDDE( IP)=N*lOO+K
IF(LIST( IP» WRITE( IS0U1,72) IP,K,N, LABEL,IOP,IASS(IC)


































1/ SPACE=( 1680,( 50,10»
//
