Abstract-Given its low dollar and maintenance cost, RFID is poised to become the enabling technology for inventory control and supply chain management. However, as an outcome of its low cost, RFID based inventory control is susceptible to pernicious security and privacy threats. A deleterious attack on such a system is corporate espionage, where attackers through illicit inventorying infer sales and restocking trends for products. In this paper, we first present plausible aftermaths of corporate espionage using real data from online sources. Second, to mitigate corporate espionage in a retail store environment, we present a simple low-cost system called Mirage. Mirage uses additional programmable low cost passive RFID tags called honeytokens to inject noise in retail store inventorying. Using a simple history based algorithm that controls activation and de-activation of honeytokens, Mirage randomizes sales and restocking trends. We evaluate Mirage in a real warehouse environment using a commercial off-the-shelf Motorola MC9090 handheld RFID reader and over 450 Gen2 low cost RFID tags. We show that Mirage successfully flattens and randomizes sales and restocking trends while adding minimal cost to inventory control.
I. INTRODUCTION Due to its low dollar and maintenance cost, flexibility, and portability, RFID is poised to become the enabling technology for inventory control and supply chain management. In fact, supply chain moguls such as Wal-Mart have already adopted RFID-based tags and readers for inventory control. Every item in the retail store is tagged using low cost passive RFID-each tag has an unique identifier and an antenna and minimal logic circuit to interact with a reader. Unfortunately, in the effort to keep the cost per tag minimal, the wireless communication between a reader and the tag is highly simplistic-making it susceptible to pernicious privacy threats [4] .
From a supply chain management perspective, a plausible deleterious attack is corporate espionage [2] . Corporate espionage refers to a threat where a set of individuals use sale and purchase trends to sabotage a product or a competitor. To illustrate the gravity of the attack, we present an example in could potentially misuse the information. For example, since stock prices are determined by the relative item sales, stock traders could buy company stock when the sales are on the rise and sell stocks for a competing company whenever there is a dip-such planned attacks could kill the revenue of the manufacturing company.
At the core of the above privacy threat lies the vulnerability in the enabling RFID technology. Given the low cost constraint on RFID tags (5-10 cents a piece), these devices are built with minimal logic circuit. Hence, they respond to a RFID reader wirelessly in plaintext-making them susceptible to eavesdropping attacks. Additionally, commercial off-the-shelf portable RFID readers can be used to read these tags. Hence, a group of individuals with body worn RFID readers can continuously inventory a retail store such as Wal-Mart to access trends in product purchase and sales. While cryptography on these tags is a simple solution to prevent illicit inventorying, the cost associated with the additional hardware circuit is a huge deterrent. Our personal conversation with officials at Wal-Mart reveals that using cryptographic techniques [15] , [9] , [3] that increase tag cost by an order of magnitude is economically infeasible, especially for low cost itemsadding a dollar tag to a bottle of milk worth two dollars is U.S. Government work not protected by U.S. copyright a 50% overhead. Additionally, use of encryption poses an unique challenge to retail stores-key management. If key management is performed by a store like Wal-Mart, it can add a substantial overhead to their back-end system. The same task cannot be delegated to suppliers since they may not be trusted entities. Other techniques such as blocker tags [7] that create privacy zones around a product have not seen the light of the day in corporate environments due to the associated inventory control overhead. For instance, a Wal-Mart official inventories millions of items multiple times a day-hence overheads of the order of minutes in reading tags is simply not an option. Additionally, retail store companies are reluctant to make major changes in their software and hardware infrastructure. This motivates the need for alternative low cost, low overhead solutions to mitigate corporate espionage that require minimal change to the in-place infrastructure.
In this paper, we present the design, implementation, and evaluation of Mirage, a RFID-honeytokens based system to minimize corporate espionage. Honeytokens are information security tools that operate on the theory of deception. Honeytokens are related to honeypots, which are devices used to attract and trace attackers by presenting a seemingly worthwhile but unprotected computer. Similarly, the central idea of Mirage is to add additional programmable tags (honeytokens) that adaptively inject noise in a retail environment to mask distinguishable sale and purchase trends. The key challenge is to spoof the attacker into believing that the added tokens are real while minimizing the overhead of reading additional tags. Mirage uses a simple history-based algorithm and a random ID generation algorithm to in-situ determine the number and corresponding IDs for active honeytokens. By adaptively programming a subset of fake RFID tags, Mirage hides usable trends in inventorying. We evaluate Mirage in a real supply chain center using a Motorola MC9090 handheld RFID reader and over 450 Gen2 low cost RFID tags manufactured by Avery-Dennison. Our results show that Mirage effectively masks several trends in supply chain management.
II. CASE FOR MIRAGE
In this section, we illustrate the aftermaths of corporate espionage using three different scenarios. We present a convincing case for Mirage through analysis of sale and purchase trend data publicly available from marketing research forums. Note that this data is usually available at a half-yearly or yearly basis-hence, attackers cannot use this data directly to launch corporate espionage attacks. a) Example 1:: Consider the sales trend of a popular product over a period of two months in Figure 2 . This data was publicly released by the US Census Bureau. The sales for the item is constant for a month, followed by a sudden spike when the items were sold at a discounted rate. This trend repeats itself after a month. If an attacker, through illicit inventorying at several outlets, deciphers this trend, he can infer accurate estimates of when the next discounted sale is likely going to take place-it seems like the manufacturer waits approximately a period of a month gauging sales and consequently announces a discount event. Such information can be used to lure customers to delay purchases until the next discount event, potentially sabotaging a company's revenues. b) Example 2:: Figure 3 shows restocking trends for a popular product. This data from January 2001 to July 2002 was collected from the US Census Bureau of Economics. The items are always restocked once their total falls below a threshold. An attacker can use this information to calculate the probability of a large restocking event given the number of items in stock. Physical attacks on transportation units carrying the product to retail stores could be apriori planned by leveraging this information. While other techniques such as "bribing", and "hiring individuals" could be used to plan such an attack, we believe that using illicit inventorying to do this is more "covert". c) Example 3:: Figure 1 illustrates one of the more deleterious attacks using illicit inventorying (this data was collected from a NPD source). The figure shows the sales trend for two competing video game products. As outlined in §I, a third party company, through illicit inventorying at different retail locations in the country can gain access to this trend. Consequently, the manufacturing company's stocks can be sabotaged.
III. RFID-BASED SUPPLY CHAIN MANAGEMENT
In the past, UPC bar codes were used to physically scan inventory using a light-based scanner. UPC tags require lineof-sight, which made inventorying tedious and error-prone. Since then, major retailers have chosen to migrate to RFID based systems. Figure 5 shows the three components of a RFID-based supply chain management system. Every item in a retail store such as Wal-Mart is tagged using passive RFID. A commercial off-the-shelf reader is used to read data from the tags. Data read by the scanner is offloaded to an Internetresident database that keeps track of the items that are bought or sold at the retail store. The RFID reader is networked using Bluetooth or Wi-Fi. While other forms of identification exist in RFID systems, the EPC code is most extensively used in a retail store environment. Parts of the EPC numbers are given out in standard ways, and it is anticipated that all in use EPC numbers will be indexed into databases that contain information on how to decode these numbers [12] . EPC numbers vary in length, but the most common ones are 96 bits, with partitions to identify the EAN/UCC-13 code bar code, a unique 32 bit field to uniquely identify individual objects as well as other header fields that identify encoding schemes and other application information [4] , [5] . A comprehensive description of EPC numbers is found in [?] .
The system is kept intentionally simplistic to minimize cost. Retail store management involves keeping track of several low-cost items. Adding encryption to RFID tags is not an economical option since it leads to an order of magnitude increase in dollar cost per tag. The result being, the system is prone to illicit inventorying attacks. Since the communication protocol used to offload data from a tag to a reader (Class1Gen2 [1] ) is implemented on most commercial offthe-shelf readers, intruders with portable RFID readers can easily perform illicit inventories. If performed at several retail outlets simultaneously, attackers can infer trends in item sales, purchases, and restocking. This information can be used to launch several revenue attacks on manufacturers, as illustrated in §II.
IV. MIRAGE
Designing a low overhead, simple system that mitigates corporate espionage is challenging. First, the system should be low cost-hence encryption-based authentication is not an option. Second, the system should require minimal modification to the in-place infrastructure for easy adoption in a retail-store environment such as Wal-Mart. Third, and most importantly the scheme should mask both sales and restocking trends. To meet these goals, we design Mirage, a system that uses honeytokens to randomize sales and purchase trends in a retail environment. The central idea is to add a small number of additional programmable passive RFID tags that spoof as real items and inject noise into the retail store inventorying. However, the research challenge is to determine the optimal number of additional programmable tags per object type that should be added such that sales and restocking trends are de-trended.
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Consequently, when an attacker performs illicit inventorying, she sees random or flattened sales and restocking.
Mirage uses two inter-twined components (illustrated in Figure 5 ) to mitigate illicit inventorying-a "Honeytoken quantifier" and a "Honeytoken programmer". Both components are implemented on a programmable networked RFID reader. The "Honeytoken quantifier" determines the number of honeytokens that should be activated (or deactivated) such that both sales and restocking trends are randomized or flattened. It reads item tags and data from a secure back-end database to determine the actual sales and restocking numbers. It uses this information and a user-defined goal (of a random or flat distribution) in Algorithm 1 to determine the number of "fake" honeytokens to activate (or de-activate). In Mirage, the reader collects three important input parameters from backend database tables: (1) the RFID tag IDs of honeytokens, (2) RFID tag IDs corresponding to real objects, and (3) the age of honeytokens. The "Honeytoken programmer" uses the identifiers for the actual and honeytoken tags to determine the IDs that new honeytokens should be programmed with.
A. Honeytoken Quantifier
Mirage defines the notion of a goal that the honeytoken management system should meet. The goal of Mirage could be to portray a flat or a random sales and restocking trend to an attacker. For instance, flat sales would always show constant sales to an individual performing illicit inventorying. To meet this goal, Mirage either activates or de-activates a set of honeytokens. Programming a honeytoken is equivalent to restocking one item on the shelf. De-activating a honeytoken amounts to a sales event from an attacker's perspective. The Mirage quantifier uses a simple history-based algorithm to calculate the number of honeytokens that should be programmed or deactivated.
Flat distribution goal: A flat distribution presents a nearlyconstant sales and inventory trend to attackers. In our evaluation, we set the flat distribution goal of Mirage to 10% more than the maximum sales in the previous month. However, this goal can be tuned to the availability of honeytokens at the warehouse. For instance, if only x honeytokens are available and y is maximum number of actual items on the shelf at any time, the goal could be set close to x + y. Mirage uses the actual sales for an itemtype (difference in the number of items in the present and previous reader scan) and de-activates |G − S| honeytokens-G is the flat distribution goal and S is the number of actual items sold. Similarly, to meet a restocking goal of G i , Mirage activates |G i −I| dead honeytokens, where I is the actual number of items restocked.
Random distribution: Another plausible goal is to depict a random distribution to the attacker. To this end, Mirage uses a simple adaptation of the flat distribution approach. Mirage chooses a random sales or restocking goal for every time step-for example, this goal could be to show sales or restocking anywhere between the maximum and 100 + y% of the past maximum sales or restocking. Consequently, using the same technique as above, Mirage deactivates or activates a certain number of honeytokens. A primary challenge here is to assure that the random number generated on the RFID reader is truly random. We rigorously evaluate the randomness of our output trend using autocorrelation measures in §V.
Mirage can also depict a flat or random total inventory trend. This is accomplished by a combination of sales and restocking goals. For instance, if the goal is to depict a flat inventory, Mirage tries to achieve a flat sales and restocking goal, the combination of which automatically leads to a flat inventory goal.
B. Practical Issues
Using Mirage to circumvent illicit inventorying presents a number of practical issues. The most critical ones relate to the age of a honeytoken and the read overhead induced by the additional tags.
Honeytoken age: If the honeytoken IDs are not changed frequently, the attacker can isolate these from the real tags. For example, an attacker can watch the age distribution of a tag on the shelf-and use this distribution to distinguish the real tags from fake ones. To circumvent the above problem, Mirage ages the deployed honeytokens. Mirage uses past history to determine the average age of a real tag on the shelf. If the age of a honeytoken is equal to the average age of real tags, the tag is reprogrammed with a random ID. Although this reprogramming accounts for one sales and one restocking event (potentially skewing results), it ensures that the attacker can not easily isolate an actual tag from a honeytoken. Further, it induces randomization in the inventorying process. Similarly, while deactivating honeytokens, tags whose age is equal or more than the average age of real tags are preferred. This ensures that the age of honeytoken tags follow a similar distribution as the age of the actual tags-mitigating the threat of their exposure.
Read overhead: Another practical problem is a result of the interference produced by the additional tokens. RFID tags respond to readers using a shared channel. Therefore, a large number of honeytokens can potentially lead to substantial collisions, incurring high read and reprogramming latencies. The solution to the above problem is to explore the trade-off between the following two parameters: "how flat or random do we want the sales and restocking events to appear to an attacker" and "how much overhead is acceptable in terms of the number of honeytokens used". Though in Mirage, we do not explicitly optimize for this overhead, in our evaluation we experiment with different number of honeytokens to determine what the "optimal" number should be such that the sales and restocking trend are randomized (or flattened) and the overhead associated with reading from and programming honeytokens is minimized.
Algorithm 1 is the core Mirage algorithm that determines which honeytoken tag should be programmed. It comprises of three major components. First, it keeps track of the age of a honeytoken. Using history, it determines the average age of an actual tag and uses it to decide whether a honeytoken should be reprogrammed. It tries to match a user-defined goal, and if depicted sales or restocking is more or less than the goal, a certain number of honeytokens are activated or deactivated. One of the primary goals of our system is simplicity. While more involved statistical techniques can be used to solve the problem, the trade-off lies in system complexity which directly effects the adoptability of the system. We show in our evaluation that the simple intuitive scheme used in Mirage suffices to solve the problem. Moreover, we believe that this would lead to easy adoption of Mirage by state-of-the-art retail stores such as Wal-Mart.
C. Honeytoken programmer
Activating or deactivating honeytokens is simple in Mirage. Every tag has a 32 bit identifier that is unique to an object. Another 32 bits are used to store information on the "type" of item (the schema of the tag is shown in Figure 6 ). When activating a tag, Mirage scans through all the tag IDs in the database and generates a new random ID-an ID that is not assigned to any other tag. The Item type field on the tag (first 32 bits) is kept exactly the same as the items on the shelf. When deactivating the tag, Mirage programs the item-type 32 bits with a random number. Hence, an attacker sees a different object type and automatically removes it from his list.
V. EVALUATION
We evaluate Mirage with emphasis on two key questions.
• Does Mirage obfuscate sales and restocking trendsdoes Mirage meet a flat or random trend goal ?
• What is the overhead in terms of reading and reprogramming honeytokens associated with Mirage ?
A. Experimental Setup and Methodology
For our evaluation, we use a real warehouse setup. The warehouse is an experimental center built specifically to run realistic tests on RFID-based inventorying. Figure 7 is a picture of the aisle in the experimental warehouse where items are stored. These are real items sold at a Wal-Mart like store-therefore, practical issues such as reading delays due to metal and water still hold in our experiments. We use an off-the-shelf Windows-Mobile compatible Motorola MC9090 handheld RFID reader and over 450 Gen2 low cost RFID tags manufactured by Avery-Dennison in our experiments (see Figure 8 ). The cost of a tag is 8 cents each. The reader has a range of approximately 3.5 meters.
A major challenge to realistic evaluation of Mirage is emulating real sales-restocking trends. Moreover, realistic evaluation using data presented in §II would take years of experimentation. To expedite our evaluation, we use a "time contraction" approach. As an input to our experiments in the warehouse, we use the inventory from the three examples in §II. Though the data in §II was collected over a period of several months, the number of data points usually correspond to the number of scans done in the retail store. Instead of waiting for an entire day (sometimes several days) for a scan, we speed up the process by performing a scan, followed by removing/adding items to the shelf (corresponding to the actual data), and then immediately performing the second scan. Each scan corresponds to one time step in our experiment. For adding honeytokens, we follow a similar approach. We determine the honeytokens that need to be programmed and used in a particular time step and scatter them with the real items on the shelves. Consequently, we perform a read using the RFID reader. We present read and programming latency results in §V-D. 
B. De-trending sales and restocking
Our first set of experiments evaluate de-trending restocking and discount sales for the first two scenarios in §II. Figure 9 shows the results of using Mirage to flatten inventory trends corresponding to data in Figure 2 and Figure 10 presents the results of flattening inventory trend corresponding to data in Figure 3 . In the first example, the goal is to hide the discount event from an attacker and in the second example, the goal is to obfuscate the restocking events. 37 and 20 honeytokens were used for the two experiments respectively. From the results, we make two observations. First, Mirage uses honeytokens intelligently to produce a near-flat inventory to an attacker and successfully hides possible trends in the data. Second, we observe that in-spite of adding honeytokens, the number of tags read are less than in the actual data. This anomaly is explained by the read success probability of RFID tags. When a RFID reader tries to read tags in a retail-store environment, the probability of reading all the tags is less than 1 due to RF collisions, physical interference from metal or water, and tags that are at the edge of the reader range. In our warehouse setting, we found that 82% of the tags were read on average during the 50 separate inventories, with the best inventory success rate of 89% and the worst inventory success rate of 57%. We also note that these results correspond to the case where Mirage needs to provide a combination of flat sales and flat restocking such that the overall inventory trend is flat. Figure 11 shows the results of applying Mirage to the sales trends in Figure 1 . This experiment shows a limitation of trying to obtain a flat distribution for certain scenarios. We observe that for Item-2, the sales trend is still visually distinct. This is because Mirage uses the maximum sales from the previous month to determine the goal for the present month. As the sales pattern in Figure 1 has large variance, the resulting goals for each month oscillates, revealing the actual trend in some cases. Also every scan does not read all the RFID tags-in this experiment, 68% of the total inventory was captured on average during the 36 separate scans, with 82% being captured in the best case and 33% captured in the worst case.
To mitigate the above problem, we set our goal to a random distribution. This goal is set to the maximum number of items Fig. 11 . The figure shows the results of the sales trend presented to an attacker by Mirage. The goal in this experiment was to obtain a flat sales distribution. Mirage does not obtain a flat distribution due to two factors, (1) the flat goal for a month is calculated as a function of the sales in the previous months, and (2) the success probability of the RFID reader to read a honeytoken tag in a warehouse is less than 100%. on the shelf in the previous month and an additional random number between 0 and the total number of honeytokens. The results for the random-goal experiment is shown in Figure 12 where 150 separate inventories were performed. To show whether the trends were near-random, we present a correlogram for the data in Figure 13 . A correlogram is an autocorrelation plot for different time lags. If data is truly random, the autocorrelation at different lags would be close to 0-we observe the autocorrelation coefficients are closer to zero for Mirage as compared to the original data.
C. Tradeoff with number of honeytokens
We next study the trade-off between the number of honeytokens and the degree of randomness produced by Mirage. Figure 14 and Figure 15 shows the trend that the attacker sees when the number of honeytokens is 100%, 150%, and 300% of the total number of items. Note that our random goal in these experiments is a function of the number of honeytokens. Though other random goals are equally applicable, here we show that this simple function can produce desirable results in practice. Adding more honeytokens produces more rises and falls in the output trend-indication of better random output. However, this randomness comes at a cost of additional time to read the honeytokens. For example, for "3x honeytokens", when over 400 tags were in use simultaneously for each inventory the read-success of scans reduced considerably. For instance, on overage, 56% of the tagged items were read, with a high of 84% and a low of 15% on particular inventories. We anticipate that we would have obtained much better results had we scanned at a slower pace-effectively increasing the latency of inventorying. For our experiments, we walked up the warehouse aisles at the same speed regardless of the number of RFID tags on the shelf. gets flatter with more honeytokens, the additional benefit diminishes. Therefore, using 1x honeytokens presents a near optimal trade-off between randomness in the output data and overhead latency.
D. Overhead
Mirage adds overhead to the inventory process in terms of additional tag-read and tag-programming (write) latency. If this latency is large per actual item read, retail store moguls such as Wal-Mart will eschew adopting Mirage. To quantify this overhead, we perform an evaluation of the additional read and write latency induced by Mirage. The read results were collected as part of the previous experiments and the write experiments were performed separately in a laboratory environment. Figure 17 is a cumulative distribution function of the amount of time taken by our RFID reader to read honeytoken tags and Figure 18 is a CDF of the latency to reprogram a honeytoken tag. Figure 17 is calculated over 12,000 reads and Figure 18 is calculated over 55 writes. The read latency is always less than 150 ms and the write latency varies from 90 ms to 350 ms. There is only a .5% probability that a tag will take longer than 150 ms to respond back to the reader. The average response time was measured at 137 ms, and over 95% of the reads in the random sampling were within 10 ms of this value. Quantitatively, if we deploy seven honeytokens per actual RFID tag, the inventory takes only one second longer. Similarly the reprogramming latency has a mean of 185 ms. This added overhead is a fairly minor problem in dense RFID environments where there are potentially always stray tags present in the environment (tags that are not a part of the inventory). Clearly the additional overhead induced by adding honeytokens is small as compared to solutions such as privacy zones [7] . Therefore, Mirage can be used to de-trend sales, restocking, and inventory trend with minimal additional overhead.
E. Overall Cost
Mirage is motivated by the need for a low cost system that can mitigate corporate espionage. Here, we present an argument as to why adding additional off-the-shelf tags is a cost effective solution as compared to using cryptographyenabled tags. Since the tags deployed are not special, their cost is low-around 8 cents a piece. Note that Mirage requires 2 to 3 tags per item to mitigate espionage threats (as shown in the evaluation). On first thought, it seems a 200% cost overhead. However, this honeytoken deployment is one time and not recurring. Hence, the long term cost is minimal, compared to a tag that supports encryption, where the cost of every tag increases by a factor.
VI. RELATED WORK
Illicit inventorying is known to be a serious problem for RFID-enabled retail store environments. However, efforts to mitigate illicit inventorying is sparse in the literature-limited to a few research efforts. Here, we review previous literature that is most relevant and related to Mirage.
A. Illicit Inventorying
Two techniques have been proposed in the past to mitigate illicit inventorying. The first method [8] is an active device that can mimic several tags at the same time. This device consists of a microcontroller, a digital signal processing unit (DSP), an antenna, and a power unit that is constantly active to respond to RFID queries. The device must be placed at a fixed location and is not mobile. Moreover, the region around the antenna must be obstruction free. The device behaves as a software defined radio, and can implement several RFID protocols. This device transmits several identification values simultaneously. When an unauthorized inventory occurs, several false ids are transmitted to the illicit reader, confusing the reader. As the device has considerable amount of inbuilt intelligence, it can be programmed to transmit values that seem real. Such active devices are commercially available. However, they suffer from several drawbacks. First, they are expensive and require constant power for operation. Additionally, given the size of retail stores, a large number of such devices are required for complete coverage. Moreover, these devices are easily detectable due to their size. Given the above cost and deployment issues, such a device is not appropriate for a retail store environment such as Wal-Mart-a primary reason why they have not been adopted.
A related approach to the above is the use of blocker tags [6] . These are specially designed tags that emit several hundreds of random ids to RFID readers within range. The main purpose of such a tag is to ameliorate privacy threats to individuals-therefore, intruders cannot perform illicit inventory of items that a person is carrying. Such a blocker tag requires additional logic to distinguish illicit scans from legitimate ones and generate random numbers. A blocker tag is not available commercially, and hence it is not possible to estimate the cost of such a device. While the tag is nonobstrusive and can easily mix and inject noise with legitimate tags, the retail store has no control over the random values that are transmitted or the rate at which they are transmitted. As discussed in the design of Mirage, if the transmitted identification values are not realistic, an attacker can simply remove them.
B. Honeytokens usage
Also related to Mirage is the concept of honeytokens. Honeytokens are used in personally identifiable information (PII) databases to detect unauthorized access [12] , [11] , [16] . In industrial applications, privacy laws prohibit individuals from accessing personal information that they do not have a valid use for [10] . Detecting when unauthorized access has occurred is difficult, as the data requirements for applications and users vary. Honeytokens, which have no valid business use by definition as they are synthetic, are generated and then inserted into areas where users might be tempted to access them. The honeytokens are monitored and if an individual accesses the record, alarms are generated. The honeytokens are generated in large amounts so that the probability of a malicious user encountering them is increased. Honeytokens work well in personal information databases as it is relatively easy to fabricate synthetic PII data that looks real and valuable to an attacker [14] . However, in Mirage, we use honeytokens to add random noise to sales and restocking in a retail store environment which is a completely different application domain.
VII. CONCLUSION
In this paper, we design, implement, and evaluate Mirage, a system to mitigate the threat of illicit inventorying by an attacker in an environment that uses RFID tags. Mirage uses a concept of honeytokens, additional programmable RFID tags, to inject random noise in a retail store environment. Through a history-based algorithm on the RFID reader, Mirage determines the number of honeytokens to activate or deactivate such that the attacker sees a random or flat sales or restocking trend. Through exhaustive evaluation in an actual experimental warehouse using an off-the-shelf RFID reader and inexpensive tags, we show that Mirage successfully de-trends sales and restocking events while adding minimal overhead to the inventorying process.
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