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Method of Semantic Information Retrieval from Relational Databases Using 
Ontologies 
Ontologies are becoming increasingly popular because they allow organizations to describe 
their problem domains in a more flexible manner and to search information from multiple sources 
giving semantically significant results for users. However, the increasing amount of information in 
ontology makes its storing in a text file not effective. The aim of this research is to improve 
possibilities of querying large ontologies when these are kept in relational databases. The method 
was created for executing SPARQL queries in ontology, stored in a relational database created by 
OWL2RDB algorithm. Experiments have shown that the method improves query performance time 
in comparison with existing query engine especially for large ontologies having many individuals.  























Terminų ir santrumpų žodyn÷lis 
• Ontologija – dalykin÷s srities konceptų aprašymas; 
• OWL (Web Ontology Language) - ontologijos aprašymo kalba; 
• OWL Reasoner – ontologijų analiz÷s ir užklausų vykdymo programa; 
• OWL2RDB – ontologijos konvertavimo į reliacin÷s duomenų baz÷s schemą algoritmas; 
• RDF (Resource Description Framework) - resursų aprašymo karkasas; 
• RDFS (RDF Schema) – RDF išpl÷timas; 
• SPARQL (Simple Protocol and RDF Query Language) - OWL užklausų kalba; 

























Ontologija yra tikslus dalykin÷s srities konceptų, jų ryšių aprašymas. Dalykin÷s srities 
ekspertai vis dažniau naudoja ontologijas dalykinei sričiai aprašyti. Daugyb÷je sričių kuriamos 
standartizuotos ontologijos, kurios dalykin÷s srities ekspertų gali būti panaudotos ir pritaikytos 
specifiniams poreikiams. Tarkime standartin÷ vyno ontologija, skirta klasifikuoti ir aprašyti vynus, 
gali būti naudojama tiek vyno gamintojų, kuriems reikia aprašyti savo asortimentą, tiek restoranų, 
norinčių pasiūlyti klientams vyną pagal tam įvairius skonio spalvos ar kitus kriterijus. Ontologijos 
tai pat plačiai naudojamos žiniatinklyje – interneto puslapių, produktų kategorizavimui, jų savybių 
bei sąryšių aprašymui.  
Ontologijos aprašymui naudojamas resursų aprašymo karkasas RDF. RDF id÷ja yra išskaidyti 
dalykin÷s srities aprašą į elementarias formuluotes, kurios aprašomos trigubu formatu – veiksnys, 
tarinys, objektas. Šios formuluot÷s jungiasi tarpusavyje ir sudaro RDF grafą. Didelis tokios 
duomenų struktūros privalumas yra tas, kad ją gali suprasti ne tik žmon÷s, bet ir kompiuteriai, tod÷l 
kuriamos duomenų paieškos sistemos (agentai), kurie automatiškai ieško informacijos internete. 
Toliau pateiktos pagrindin÷s priežastys, kod÷l naudinga kurti ontologijas [14]: 
• bendros informacijos struktūros naudojimas – sakykime, keli skirtingi duomenų 
šaltiniai teikia informaciją apie vynus. Jeigu ta informacija yra vienodos struktūros, 
t. y. visi terminai naudojami tie patys, automatin÷s paieškos sistemos gali sujungti 
informaciją iš skirtingų šaltinių ir pateikti vartotojui kaip visumą. 
• leisti dalintis ontologijomis skirtingų sričių ekspertams – įvairiose dalykin÷se srityse 
naudojama laiko sąvoka, į kurią įeina laiko intervalų, matavimo vienetų apibr÷žimai ir 
kita. Jeigu kas nors sukuria detalią laiko ontologiją, ji v÷liau gali būti daug kartų 
panaudota įvairių dalykinių sričių ekspertų. 
• aiškiai aprašyti dalykin÷s srities žinias ontologijoje – toks aprašymas yra daug 
aiškesnis negu įrašymas į programinį kodą, nes palengvina dalykin÷s srities žinių 
modifikavimą ir padeda vartotojams lengviau suprasti dalykinę sritį, jos apribojimus; 
• atskirti žinių ir operacijų lygmenis – ontologija naudinga konfigūravimo uždaviniuose, 
nes leidžia sukurti daiktų konfigūravimo iš elementų algoritmus, nepriklausomus nuo 
ontologijos, kuriuos v÷liau galima pritaikyti įvairioms sritims; 
• analizuoti dalykin÷s srities žinias - tikslus dalykin÷s srities aprašymas ontologijomis 
padeda ekspertams lengviau į ją įsigilinti. 
Tiksliai aprašyti dalykin÷s srities žinias ontologijomis leidžia ontologijos aprašymo kalbos. 
Jeigu RDF leidžia aprašyti sąvokas, jų sąryšius, tai v÷liau pristatytos kalbos RDFS bei OWL 
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suteikia galimybę grupuoti resursus į klases, kurti klasių hierarchiją, nustatyti įvairius kardinalumo, 
sąryšių ir kitus apribojimus, tod÷l dalykin÷s srities aprašymas tampa labai tikslus. 
Tačiau taikant ontologijas praktikoje, susiduriama su sunkumais. Ontologijos paprastai 
saugomos tekstiniame faile. Yra sukurta nemažai įrankių ontologijoms tekstiniuose failuose kurti 
bei užklausoms vykdyti jose. Saugant ontologiją tekstiniame faile, užklausos vykdomos naudojant 
specialias paieškos programas (angl. Reasoner), įk÷lus visą ontologiją į kompiuterio darbinę 
atmintį. Toks sprendimas yra paprastas ir efektyvus mažesn÷ms ontologijoms, tačiau ontologijai 
did÷jant, darbo su ja efektyvumas maž÷ja [15], nes daug laiko užtrunka tekstinio XML failo 
nuskaitymas, ontologijos įk÷limas į atmintį. RDF grafas tokiu atveju būna labai didelis, tod÷l ir 
užklausos vykdymas užtrunka ilgai, tod÷l dideles ontologijas siekiama saugoti reliacin÷se duomenų 
baz÷se.  
Taigi darbo tikslas – pagerinti duomenų paieškos ontologijoje procesą, sukuriant ontologijos 
užklausų vykdymo metodą, suderinantį reliacinių duomenų bazių ir ontologijų galimybes. Tyrimo 
objektas – duomenų išrinkimo iš ontologijos procesas, kai ontologija saugoma reliacin÷je duomenų 
baz÷je. Tikslui pasiekti reik÷jo atlikti šiuos uždavinius: 
1. Išanalizuoti: 
• duomenų paieškos procesus; 
• ontologijas, jų kūrimo taisykles ir principus; 
• ontologijų kalbas ir kūrimo įrankius; 
• ontologijų užklausų kalbas, jų saugojimo ir užklausų vykdymo metodus; 
2. sukurti ir realizuoti algoritmus, kurie leistų atlikti paiešką bendrai taikant ontologijų ir 
reliacinių duomenų bazių technologijas; 
3. sukurti ir ištestuoti pavyzdinę sistemą, kuri leistų išbandyti sukurtą metodiką ir 
algoritmą; 
4. atlikti eksperimentą ir įvertinti darbo rezultatus. 
Tyrimo metodika. Darbe buvo taikomas informacinių sistemų tyrimams skirtas 
konstruktyviojo tyrimo metodas, kuriame sukuriamas problemos sprendimas ir jį realizuojantis 
artefaktas, atliekamas šio sprendimo įvertinimas ir sukuriamos naujos žinios. Buvo taikoma 
literatūros ir lyginamoji analiz÷, ontologijų kalbos; sprendimo konstravimui buvo taikomas 
evoliucinis kūrimo procesas, UML ir objektin÷ metodologija; sprendimui įvertinti buvo atliekamas 
eksperimentas. 
Atlikus analizę, ontologijai saugoti reliacin÷je duomenų baz÷je buvo pasirinktas OWL2RDB 
algoritmas, kuris transformuoja ontologijos schemą į reliacin÷s duomenų baz÷s schemą, nes jis 
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geriausiai išnaudoja reliacin÷s duomenų baz÷s galimybes, saugant joje ontologijas. Tačiau SPARQL 
konvertavimo metodo į SQL pagal OWL2RDB taisykles n÷ra sukurta, tod÷l buvo kuriamas naujas 
metodas. Sukurtas metodas paremtas užklausų vykdymu Pellet OWL Reasoner bibliotekoje. 
Metodą sudaro du algoritmai. Pirmasis skirtas atkurti ontologiją iš reliacin÷s duomenų baz÷s 
schemos. Jis nuskaito reliacin÷s duomenų baz÷s struktūrą ir pagal ją sukuria RDF grafą kompiuterio 
darbin÷je atmintyje. Algoritmo id÷ja – nerašyti ontologijos klasių individų, kurie saugomi duomenų 
lentel÷se į kompiuterio darbinę atmintį, o rašyti tik klasių hierarchiją bei metaduomenis. Tokiu būdu 
ontologija gali tur÷ti neribotą skaičių individų ir ontologijos įk÷limo į atmintį laikas bei atminties 
apkrovimas nepriklauso nuo ontologijos individų skaičiaus. 
Antrasis algoritmas skirtas vykdyti SPARQL užklausas. Jis analizuoja kiekvieną užklausos 
sąlygos dalį atskirai. Užklausos vykdomos dviem etapais – pirmiausia vykdomas klasių išrinkimas, 
v÷liau – klasių individų. Klasių išrinkimas vykdomas pirmuoju algoritmu Pellet OWL Reasoner 
bibliotekoje sudarytame ontologijos grafe. Šiame etape gali būti randama klasių hierarchija, 
ontologijos apribojimai, persikertančios klases ir kita. V÷liau randami individai, konvertavus 
SPARQL užklausą į SQL. 
Buvo sukurtas šio metodo projektas, realizuotas ir ištestuotas programinis prototipas. Atliktas 
eksperimentas parod÷, kad metodas leidžia efektyviau vykdyti užklausas ontologijose, kai jos 
saugomos reliacin÷je duomenų baz÷je. Ypač tai išryšk÷ja augant ontologijos individų skaičiui. 
Darbo struktūra: 
• analiz÷s dalyje analizuojamas dabartinis informacijos išrinkimo įprastose reliacin÷se 
duomenų baz÷se procesas, bei kaip jis būtų pagerintas pritaikant ontologijas bei 
saugojant jas reliacin÷je duomenų baz÷je. V÷liau paaiškinama ontologijos sąvoka, 
aprašomas ontologijos kūrimo procesas, išanalizuojamas ontologijos kūrimo įrankis 
Protégé, ontologijos saugojimo duomenų baz÷je algoritmai, užklausų vykdymo kalba 
SPARQL, Pellet OWL Reasoner užklausų vykdymo biblioteka. 
• Projekto dalyje apibr÷žiami pagrindiniai kuriamo metodo apribojimai ir reikalavimai, 
detaliai aprašomi sukurti ontologijos atstatymo iš reliacin÷s duomenų baz÷s schemos ir 
SPARQL užklausos vykdymo algoritmai. 
• Realizacijos dalyje aprašoma programinio prototipo realizacija, naudoti įrankiai ir 
programiniai paketai, testavimas ir kontrolinis pavyzdys. 
• Eksperimento dalyje buvo siekiama nustatyti, ar sukurtas metodas tikrai veiksmingas 
– skaičiuojami ir lyginami užklausų vykdymo laikai įprastoje tekstiniame faile 
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saugojamoje ontologijoje su vykdymo laikais, kai ontologija saugojama reliacin÷je 
duomenų baz÷je. 
Sukurtas metodas buvo aprašytas dviejuose straipsniuose, kurie pateikiami prieduose. Vienas 


























2. Ontologijų saugojimo ir užklausų vykdymo metodų analiz÷ 
Šio darbo tyrimo sritis yra duomenų bazių ir ontologijų integravimo metodų ir technologijų 
taikymas, tyrimo objektas – duomenų išrinkimo iš duomenų bazių procesas, taikant ontologijas. 
Reliacin÷s duomenų baz÷s turi dideles informacijos apdorojimo galimybes, jose gali būti 
saugomi dideli informacijos kiekiai, tačiau vartotojui dažnai sud÷tinga susirasti reikiamą 
informaciją. Įprastose reliacin÷se duomenų baz÷se duomenų sąryšiai įgyvendinami pirminio-
išorinio rakto ryšiais, kurie leidžia struktūrizuoti duomenis, tačiau kompiuteriai gali analizuoti 
duomenis tik sintaksiniu aspektu, o jų reikšmę gali suprasti tik žmogus. Sukūrus dalykin÷s srities 
ontologiją, kuri nusako duomenų semantinius sąryšius, kompiuteris gali atlikti ir semantinę 
duomenų analizę [19], vartotojui pateikiami tikslesni rezultatai. Tačiau saugant ontologiją įprastu 
būdu (tekstiniame faile), užklausas vykdyti yra sunku, kai duomenų apimtis išauga, nes visą 
ontologiją reikia kelti į operatyviąją atmintį, apkraunamas kompiuteris ir užklausų vykdymo laikas 
labai išauga. 
2.1. Duomenų paieškos proceso analiz÷ 
 
Reliacin÷se duomenų baz÷se įvykdžius užklausą kompiuteris pateikia pagal įvairius 
sintaksinius parametrus iš duomenų baz÷s išrinktus duomenis. Nor÷damas panaudoti šiuos 
duomenis, vartotojas v÷liau pats juos rūšiuoja pagal prasminę reikšmę, tai yra pagal tam tikrus 
kriterijus, kurių kompiuteris suprasti negali, taigi tam tikrą duomenų paieškos darbo dalį atlieka pats 
žmogus. Šis duomenų išrinkimo procesas pavaizduotas 1 paveiksl÷lyje. 
 
1 pav. Duomenų išrinkimo procesas iš reliacinių duomenų bazių 
Pirmoji proceso veikla yra vartotojo užklausos pateikimas. Tai atliekama kompiuterio ekrane 
pasirenkant tam tikrus užklausos parametrus (įvedamas raktinis žodis, pasirenkamos reikšm÷s iš 
sąrašo ir kt.). Tada pagal vartotojo pateiktus parametrus formuojama SQL užklausa (žinoma, jeigu 
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vartotojas yra pakankamai kvalifikuotas, jis gali pats tiesiogiai rašyti užklausas), kuri išrenka iš 
duomenų baz÷s norimus įrašus. Pavyzdžiui, paieškos sistema Google pagal pateiktą raktinį žodį 
pateikia iš anksto indeksuotų interneto resursų, kuriuose yra pateiktas raktinis žodis, sąrašą. Taigi 
rezultatai atrenkami pagal sintaksinį atitikimą pateiktiems paieškos parametrams. Galiausiai 
paieškos sistema suformuoja ir išveda rezultatus vartotojui. 
Šio duomenų išrinkimo proceso privalumas yra didelis informacijos saugojimo kiekis, t.y. 
duomenų baz÷se gali būti saugojama daug duomenų įrašų. Tačiau minusas (palyginti su 
ontologijomis) – užklausos grąžina ne tokius tikslius rezultatus, kokių nor÷tų vartotojas. Gavęs 
rezultatų sąrašą, vartotojas pats turi juose ieškoti loginių sąryšių tarp įrašų, analizuoti, kokias 
savybes jie turi ir pagal tai iš daugyb÷s rezultatų atsirinkti sau tinkamus. Tarkime, analizuojant vyno 
ir maisto dalykines sritis, neatsakytume į klausimą, koks vynas prie kokių valgių tinka. Tokiu atveju 
tektų analizuoti vyno ir maisto sąrašus ir atrinkti rezultatus. Tuo tarpu aukštesnio lygmens duomenų 
aprašymo modelis – ontologija leidžia klasifikuoti dalykin÷s srities objektus, nustatyti įvairius jų 
parametrus bei apribojimus. Be to, ontologija leidžia vykdyti paiešką skirtinguose šaltiniuose, jeigu 
ontologijos struktūra yra vienoda, ir pateikti vartotojui bendrus rezultatus – visa tai paiešką padaro 
prasmingesnę. Duomenų išrinkimo proceso taikant ontologijas schema pateikta 2 paveiksl÷lyje. 
 
2 pav. Duomenų išrinkimo procesas, taikant ontologijas 
Tačiau šį duomenų išrinkimo procesą taikant praktikoje susiduriama su sunkumais, kai 
ontologijos apimtis yra didel÷. Šią problemą galima išspręsti saugant ontologiją reliacin÷je 
duomenų baz÷je, tam naudojami specialūs algoritmai. Tokiu atveju ontologijos užklausa turi būti 
transformuojama į SQL. 
Atlikus duomenų paieškos proceso analizę išsiaiškinta, kad jį galima pagerinti taikant 
ontologijas, nes jos leidžia detaliau aprašyti dalykinę sritį, tai pat galima automatiškai vykdyti 
užklausas skirtinguose duomenų šaltiniuose, tod÷l vartotojui pateikiami tikslesni rezultatai. Taigi 
kitame skyrelyje bus aprašytos ontologijos, jų kūrimo procesas. Tačiau dideles ontologijas saugoti 
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tekstiniame faile n÷ra efektyvu, tod÷l norint efektyviai vykdyti užklausas, jos tur÷tų būti 
saugojamos reliacin÷se duomenų baz÷se. 2.5 poskyryje analizuojami ontologijų saugojimo 
reliacin÷je duomenų baz÷je metodai.  
2.2. Ontologijos sąvokų ir kūrimo procesų analiz÷ 
Dirbtinio intelekto literatūroje galima rasti daug ontologijos apibūdinimų, tačiau mūsų atveju 
geriausiai tiktų toks apibūdinimas: ontologija yra formalus ir tikslus dalykin÷s srities konceptų 
aprašymas [14]. Ontologija aprašo dalykin÷s srities esybes, jų sąryšius ir savybes. Klas÷s yra 
svarbiausia ontologijos dalis, jos skirtos grupuoti resursus, turinčius panašių požymių [2]. 
Pavyzdžiui, klas÷ Žemynas aprašo žemynus, tod÷l visi žemynai priklauso šiai klasei.  
Ontologijos kūrimo procesą galima suskirstyti į 7 etapus [14]: 
• ontologijos paskirties nustatymas; 
• pakartotinio ontologijų panaudojimo galimybių analiz÷; 
• svarbių dalykin÷s srities terminų nustatymas; 
• klasių nustatymas ir klasių hierarchijos formavimas; 
• klasių atributų nustatymas; 
• atributų apribojimų nustatymas; 
• klasių objektų kūrimas. 
Nurodyta metodologija yra rekomendacinio pobūdžio, nes n÷ra vienintelio teisingo ontologijų 
kūrimo metodo,  Toliau šie žingsniai bus apžvelgti detaliau. 
• Ontologijos paskirties nustatymas. Nustatoma ontologijos sritis ir apimtis. Galima sudaryti 
daug tos pačios dalykin÷s srities ontologijų variantų (pasirinkti skirtingas klases, klases 
grupuoti į skirtingas hierarchijas ir kt.), tod÷l svarbu žinoti, kas ir kokiems tikslams naudos 
ontologiją į kokius klausimus ji tur÷s atsakyti. Naudinga sudaryti pavyzdinių ontologijos 
klausimų sąrašą, kuriuo remiantis bus galima lengviau nustatyti reikalingas klases, klasių 
atributus. Pavyzdžiui, jei kuriama filmų ontologija, klausimai gal÷tų būti tokie: kokiose 
komedijose vaidina Bruce Willis, kokie filmai, pastatyti nuo 2000 metų yra skirti vaikams, 
kada filmuotis prad÷jo Jim Carrey? Iš šių paprastų klausim÷lių galima daug pasakyti apie 
kuriamą ontologiją: filmų klasifikaciją, filmų atributus, filmų sąsajas su aktoriais ir kt. 
• Pakartotinio ontologijų panaudojimo galimybių analiz÷. Ištiriama, ar jau yra sukurta 
ontologija, tinkama dalykinei sričiai aprašyti. Rastoji ontologija gali būti panaudojama arba 
kaip dalis kuriamos ontologijos arba ji gali visiškai aprašyti dalykinę sritį.  
• Svarbių dalykin÷s srities terminų nustatymas. Išvardijamos svarbios dalykin÷s srities 
sąvokos, terminai. Kuriant filmų ontologiją, galima išskirti apibr÷žti tam tikras esmines 
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sąvokas: filmas, filmo žanrai (komedija, trileris, siaubo, drama), filmo savyb÷s (sukūrimo 
metai, vaidinantys aktoriai, auditorijos amžiaus grup÷), aktoriai. Šie terminai bus baziniai, 
jais remiantis v÷liau bus nustatomos pagrindin÷s ontologijos klas÷s. 
• Klasių nustatymas ir klasių hierarchijos formavimas. Ontologijoje dalykin÷ sritis 
modeliuojama klas÷mis ir klas÷s egzemplioriais. Klas÷ yra formalus aprašas, skirtas 
grupuoti objektus, turinčius panašius požymius. Klas÷s objektai yra realūs dalykin÷s srities 
egzemplioriai. Jei objektas priklauso klasei, jis turi tos klas÷s savybes. Klas÷s tarpusavyje 
gali jungtis ryšiais, sudaryti klasių hierarchiją, tod÷l objektas, priklausantis žemesniojo 
lygmens klasei, turi ir aukštesn÷s klas÷s savybes. Nustatyti klasių hierarchiją galima vienu iš 
trijų principų:  
• iš viršaus žemyn – pirmiausia randamos aukščiausio lygmens klas÷s, kurios v÷liau 
detalizuojamos žemesniojo lygmens klas÷mis. 
• iš apačios į viršų – pirmiausia randamos žemiausiojo lygmens klas÷s, v÷liau jos 
sujungiamos į apibendrinančias aukštesniojo lygmens klases. 
• mišrus – naudojami abu aukščiau aprašyti principai kartu, šiuo atveju pirmiausia gali 
būti paimama klas÷, esanti hierarchijos viduryje, ir vienu metu tiek detalizuojama, 
tiek apibendrinama. 
N÷ vienas iš šių trijų principų n÷ra geresnis už kitus ir rekomenduotinas naudotis, nes klasių 
hierarchijos sudarymas yra specifinis procesas, priklausantis nuo to, kokia dalykin÷ sritis 
modeliuojama. Jeigu iš anksto sunku nustatyti žemesniojo lygio klases, patogiau naudoti principą iš 
viršaus žemyn. 
Sudarant klasių hierarchiją remiamasi ankstesniuose etapuose nustatytais faktais – 
svarbiausiomis dalykin÷s srities sąvokomis bei ontologijos paskirtimi. Kuriant filmų ontologiją, 
aukščiausio lygmens klas÷ bus Filmas, o hierarchinį skirstymą galima atlikti keliais būdais: filmus 
skirstyti pagal žanrus, tada kuriamos vaikin÷s klas÷s Komedija, Trileris, Siaubo filmas, Drama ir 
kitos. Šios klas÷s turi visas t÷vin÷s klas÷s Filmas savybes, tačiau turi ir papildomų (pavyzdžiui 
Siaubo filmas turi trukmę, pastatymo metus, vaidinančius aktorius ir tai, kas jo egzempliorius skiria 
nuo kitų – draudžiama žiūr÷ti vaikams).  
Sukūrus dalykin÷s srities klases, galima iš jų sudaryti išvestines klases. Toks klasių 
formavimas remiasi aibių teorija. OWL kurti išvestines klases galima šiais būdais [15]: 
• išvardijant klas÷s objektus; 
• paimant tik tam tikrus kitos klas÷s objektus; 
• dviejų klasių sankirta – tik tie objektai, kurie priklauso ir vienai ir kitai klasei; 
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• dviejų klasių sąjunga –  visi objektai, priklausantys vienai arba kitai klasei; 
• klas÷s inversija – visi objektai, nepriklausantys pasirinktai klasei. 
Toks išvestinių klasių formavimas reikalingas norint realizuoti tam tikras sud÷tines užklausas, 
kurioms vykdyti reikalingų klasių ontologijoje n÷ra, bet jas galima gauti esamų pagrindu, 
pavyzdžiui, jei reikia išrinkti visus filmus, kurie n÷ra komedijos, sukuriama klas÷s Komedija 
inversija, kuriai ir priklauso min÷ti filmai. Kitas pavyzdys – vartotojui reikia išrinkti filmus, kurie 
yra arba Siaubo arba Trileriai. Sukuriama nauja klas÷, kuriai priklauso visi Siaubo ir Trileriai klasių 
egzemplioriai. 
• Klasių atributų nustatymas. Sukūrus klases reikia sukurti kiekvienos klas÷s vidinę struktūrą 
– atributus, kurie aprašo klasę, nes vien klasių hierarchija nesuteikia pakankamai 
informacijos apie dalykinę sritį. Atributas gali būti paprasta reikšm÷ - tekstin÷ eilut÷ gali 
saugoti filmo pavadinimą, sveikasis skaičius nurodyti pastatymo metus ir kt. Klas÷s 
atributas gali būti ir kita klas÷, pavyzdžiui, jeigu turime aktorių ir filmų ontologijas, norint 
klas÷s Filmai egzemplioriui (konkrečiam filmui) priskirti vaidinančius aktorius, galima 
sukurti ryšį tarp filmo ir aktoriaus.     
 Atributai turi būti kuriami kuo aukštesniame abstrakcijos lygmenyje, t.y. jei visos to 
paties lygmens klas÷s turi tą patį atributą, tai jį reikia kurti ne kiekvienai atskirai, bet 
apibendrinančiai klasei. 
• Atributų apribojimų nustatymas. Sukūrus klasių atributus, nustatomi jų apribojimai, t.y. 
kokias reikšmes jie gali įgyti. Pirmoji apribojimų rūšis yra kardinalumo apribojimas, kuris 
nusako, kiek reikšmių atributas gali tur÷ti, pavyzdžiui filmo pavadinimas arba pastatymo 
metai gali įgyti tik vieną reikšmę, tačiau atributas, nusakantis filme vaidinančius aktorius, 
gali tur÷ti daug reikšmių. Kita apribojimų rūšis – atributo reikšm÷s tipas. Atributai būna 
tekstinių, skaitinių, loginių reikšmių, objekto tipo (išvardijami kitos klas÷s objektai, 
sudarantys ryšį su aprašomu objektu), galima nurodyti, kad atributas įgyja tik vieną iš 
išvardintų reikšmių (pavyzdžiui, filmo metai gali įgyti reikšmes tik iš tam tikro intervalo). 
• Klasių objektų kūrimas. Paskutinis ontologijos kūrimo etapas – klasių objektų sukūrimas. 
Sukuriami realūs dalykin÷s egzemplioriai (filmai, aktoriai), nustatomos jų atributų reikšm÷s. 
Sukurta ontologija yra detalus dalykin÷s srities modelis.  
Toliau pateikiama pavyzdin÷ ontologija (3 pav.). Joje dalykin÷s srities objektai suskirstyti į 
dvi klases: Filmas ir Aktorius. Šios klas÷s taip pat detalizuojamos į žemesnio lygio klases, turinčias 
papildomų atributų: klas÷ Filmas į Komedija, Trileris ir Siaubo filmas, Aktorius  į  Kino aktorius ir 
Teatro aktorius. Klas÷ filmas turi jungiantį klas÷s tipo atributą vaidina aktoriai, kuris sujungia 
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klases Filmas ir Kino aktorius. Jungimo  apribojimas yra allValuesFrom, tai reiškia, kad atributo 
reikšm÷s gali būti tik klas÷s Kino aktorius objektai (filme gali vaidinti tik kino aktoriai). Tod÷l 
kompiuterio programa, suradusi, kad filme vaidina aktorius, gali daryti išvadą, kad šis aktorius 
priklauso klasei Kino aktorius. 
 
3 pav. Filmų ir aktorių ontologija 
Šiame skyrelyje buvo supažindinta su ontologijomis, jų kūrimo principais, toliau bus 
analizuojamos ontologijų aprašymo kalbos RDF, RDFS ir OWL, kokias ontologijų aprašymo 
galimybes jos turi, bei ontologijos kūrimo įrankio Protégé analiz÷. 
2.3. Ontologijos kalbų analiz÷ 
Pagrindin÷ ontologijos aprašymo kalba yra RDF. RDF yra metaduomenų apdorojimo 
karkasas, aprašantis resursus bei jų formuluotes. RDF pagrindas yra modelis, skirtas atvaizduoti 
savyb÷s ir savybių reikšmes. RDF modelis remiasi skirtingų duomenų vaizdavimo bendruomenių 
principais. RDF savyb÷s gali būti laikomos resursų atributais, jos taip pat reiškia ryšius tarp resursų, 
tuo RDF primena ER diagramą. Objektinio projektavimo požiūriu, resursai atitinka objektus, o 
savyb÷s objektų kintamuosius [13]. 
RDF modelis sudarytas iš trijų pagrindinių dalių: 
• resursas – bet koks daiktas, aprašytas RDF, yra resursas. Tai gali būti visas interneto 
puslapis, dalis interneto puslapio ar, tarkime, knyga. Kiekvienas resursas turi tur÷ti 
URI - adresą, kuris jį identifikuoja. 
• savyb÷ – charakteristika, atributas, ryšys, skirtas apibūdinti resursą.  
• formuluot÷ – resursas, kartu su savybe ir jos reikšme vadinamas RDF formuluote.  
Šios trys formuluot÷s dalys yra vadinamos veiksniu (subject), tariniu (predicate) ir objektu 
(object). Objektas (savyb÷s reikšm÷) gali būti kitas resursas arba duomenų tipo reikšm÷. 
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Tokia duomenų struktūra yra tinkama aprašyti didžiąją daugumą informacijos, apdorojamos 
kompiuterių [3]. Išnagrin÷kime pavyzdį „Dangus yra m÷lynos spalvos“.  Šioje formuluot÷je 
veiksnys yra „Dangus“, jo savyb÷ – „turi spalvą“, kurios reikšm÷ – „m÷lyna“. Formulut÷ pateikta 1 
lentel÷je. 
1 lentel÷. RDF formuluot÷s pavyzdys 
Veiksnys (resursas) http://www.pavyzdys.lt/Dangus 
Tarinys (savyb÷) turiSpalvą 
Objektas (reikšm÷) „M÷lyna“ 
 
Vienas iš RDF modelio privalumų yra atviro pasaulio prielaida [5]. Tiesa yra tai, kas 
modelyje pasakyta, tačiau tų dalykų, kurie nepamin÷ti, mes nelaikome netiesa, tod÷l modelį lengva 
papildyti naujais faktais, nepažeidžiant esamų faktų teisingumo. 
Siekiant išpl÷sti semantines RDF galimybes, buvo sukurtos dvi papildomos kalbos: RDF 
Schema (RDFS) ir OWL. RDFS yra paremta RDF kalba, turi visas jos ir papildomų savybių, iš kurių 
svarbiausios yra klasių ir savybių apribojimų kūrimas. Jei RDF leidžia kurti resursus, tai RDFS 
leidžia juos grupuoti į klases. RDFS tai pat leidžia kurti klasių hierarchiją, tam naudojama savyb÷ 
rdfs:subClassOf  kiekviena klas÷ gali tur÷ti neribojamą skaičių t÷vinių klasių. Hierarchiją galima 
kurti ir savyb÷ms, tam skirtas rdfs:subPropertyOf savyb÷. Kita RDFS galimyb÷ – savybių 
apribojimas, kai savybę leidžiama naudoti tik tam tikrų klasių egzemplioriams, nurodant domain ir 
range. 
OWL yra RDFS pagrindu sukurta kalba, kuri dar labiau išplečia ontologijos aprašymo 
galimybes. OWL papildymus galima skirstyti į kelias grupes [7]: 
• ekvivalentiškumas – leidžia nustatyti, kad du resursai (klas÷s, individai ar savyb÷s) aprašo tą 
patį realaus pasaulio objektą. Taip pat leidžiama apibr÷žti, kad dvi klas÷s yra skirtingos 
(distinct), t.y., jei objektas priklauso vienai klasei, jis negali priklausyti kitai. 
• savybių charakteristikos, apribojimai – OWL suteikia galimybes plačiau aprašyti savybes 
(tranzityvumą, simetriškumą, invertiškumą), nustatyti jų tarpusavio sąryšius, kardinalumą. 
• aibių savyb÷s – naujų klasių kūrimo galimyb÷, pasinaudojant esamomis klas÷mis, sudarant 
jų sąjungas, sankirtas. 
Ontologijos aprašymo kalbos yra pakankamai išvystytos, jos leidžia detaliai aprašyti 
ontologiją, jos apribojimus, klasifikuoti informacijos resursus. 
2.4. Ontologijos kūrimo įrankio Protégé analiz÷ 
Protégé yra ontologijų redagavimo įrankis, padedantis lengviau kurti dalykin÷s srities 
ontologijas [11]. Protégé suteikia grafinę sąsają kurti klases, klasių savybes, nustatyti savybių 
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apribojimus. Šis įrankis leidžia patikrinti ontologijos suderinamumą bei pilnumą, turi daug 
naudingų priedų (grafinis ontologijos vaizdavimas, DB schemos ir duomenų importavimas iš 
reliacinių bazių į OWL ir kt.).  
Kuriant ontologijas Protégé įrankiu, naudojamos trys svarbiausios sąvokos: 
• objektas – bet koks realus objektas. Skirtumas tarp OWL ir Protégé objektų yra toks, kad 
Protégé vienas objektas gali tur÷ti tik vieną pavadinimą, tuo tarpu OWL tas pats objektas 
gali tur÷ti skirtingus pavadinimus. 
• savyb÷ – dvinaris ryšys tarp dviejų objektų, t.y. savyb÷ sujungia du objektus ryšiu. 
Pavyzdžiui savyb÷ turiBrolį gali sujungti objektus Jonas ir Tomas. Savyb÷s gali būti 
hierarchin÷s, tarkime, savyb÷ turiGiminaitį gal÷tų būti t÷vin÷ savybei turiBrolį. Savyb÷ 
sujungia dviejų klasių objektus, tod÷l ji turi tur÷ti domeną (domain) ir sritį (range). Savyb÷s 
jungia klas÷s, priklausančios domenui objektus su klas÷s, priklausančios sričiai objektais. 
• klas÷ – objektų aib÷. 
Protégé savyb÷s gali tur÷ti įvairius apribojimus. Vienas iš pavyzdžių, kada  prireikia nustatyti, 
kad ryšys tarp objektų būtų vienos krypties (savyb÷ turiT÷vą tarp Jonas ir Petras gali būti tik 
vienkrypt÷, kadangi Petras yra Jono t÷vas), arba dviejų krypčių (savyb÷ turiBrolį tarp objektų 
Jonas ir Tomas privalo būti dvikrypt÷, nes abu yra broliai vienas kitam). Tod÷l savyb÷s yra 
skirstomos: 
• funkcin÷s – jeigu objektas turi funkcinę savybę, reiškia šia savybe jis gali būti susietas 
daugiausia su vienu objektu, tod÷l objektą a sujungę su b, a  ta pačia funkcine savybe 
daugiau negal÷sime sujungti su jokiu kitu objektu. 
• Atvirkštin÷s funkcin÷s – atvirkštin÷ jos savyb÷ yra funkcin÷. Jei tarp a ir b galioja 
atvirkštinis funkcinis ryšys, reiškia b šia savybe galime sujungti tik su vienu a. 
• Tranzityviosios – jeigu tranzityvioji savyb÷ sujungia objektus a su b ir b su c, tada ta savyb÷ 
sujungia ir objektus a su c.  
• Simetrin÷s – jeigu simetrin÷ savyb÷ sujungia objektus a su b, tai ji sujungia ir b su a. 
• Nesimetrin÷s – jeigu nesimetrin÷ savyb÷ sujungia objektus a su b, tai ji negali sujungti ir b 
su a. 
• Refleksyviosios – savyb÷s, sujungiančios objektą su juo pačiu. 
• Nerefleksyviosios – savyb÷s galinčios sujungti tik du atskirus objektus, bet ne tą patį. 
Kad ontologija būtų tiksliau aprašyta, ta pati savyb÷ gali būti kelių tipų, pavyzdžiui, savyb÷ 
turiMamą yra funkcin÷, nes asmuo gali tur÷ti tik vieną mamą, ši savyb÷ taip pat yra nesimetrin÷, 
nes atvirkštin÷ priklausomyb÷ negalioja. 
 18 
Dažnai savyb÷ms prireikia nurodyti įvairius apribojimus. Pavyzdžiui, norint rasti asmenis, 
turinčius tris brolius, reikia klas÷s, kurios objektai turi tris ryšius turiBrolį. Tokiais atvejais klas÷ms 
gali būti nustatomi trijų tipų apribojimai: 
• Kiekio apribojimai. Dar skirstomi į egzistencinius ir universalius apribojimus. Egzistenciniai 
apribojimai dažniausiai naudojami OWL apribojimai, jie aprašo klasę, kuri turi bent vieną 
ryšį (atitinka OWL someValuesFrom) su kitos nurodytos klas÷s objektais. Tarkime, norime 
pasakyti, kad kiekvienas automobilis turi žibintą. Savybe turiDetalę sujungiame klases 
Automobilis ir Žibintas:  
Automobilis turiDetalę some Žibintas 
Taigi bet kuris klas÷s Automobilis objektas dabar turi tur÷ti sąryšį su bent vienu klas÷s 
Žibintas objektu. 
Universalūs (atitinka OWL allValuesFrom) apribojimai aprašo klasę, kuri aprašoma savybe 
jungiasi tik su nurodytos klas÷s elementais. Protégé toks apribojimas aprašomas taip: 
  Žmogus turiBrolį only Vyras 
Šis teiginys reiškia, kad brolis gali būti tik vyriškos gimin÷s. 
• Kardinalumo apribojimai. OWL galima pažym÷ti, kad klas÷s objektai gali jungtis su kitos 
klas÷s objektais nustatytą kiekį kartų (mažiausiai, daugiausiai, lygiai tiek). Pavyzdžiui 
nor÷dami pasakyti, kad automobilis turi daugiausiai 4 ratus, sukuriame savybę turiDetalę, 
kuri jungia klases Automobilis ir Ratas su apribojimu max 4. Protégé tai aprašoma taip: 
Automobilis turiDetalę max 4 Ratas 
• hasValue apribojimai naudojami, kada norima klasei priskirti reikšmę (objektą). Šis ryšys 
ypatingas tuo, kad jungia klasę su objektu (prieš tai aptarti ryšiai jung÷ dviejų klasių 
objektus). Protégé tai aprašoma taip: 
OpelAutomobilis yraPagamintas hasValue Vokietija 
Čia klas÷ OpelAutomobilis sujungta su objektu Vokietija. 
Protégé įrankis leidžia lengvai kurti ontologijas ir išsaugoti jas tekstiniame faile. Šis įrankis 
išnaudoja visas OWL ontologijos aprašymo galimybes. Šiuo įrankiu sukurta ontologija turi būti 
konvertuojama į reliacin÷s duomenų baz÷s schemą, tod÷l kitame skyrelyje bus analizuojami 
ontologijos konvertavimo į reliacinę duomenų bazę algoritmai. 
2.5. Ontologijos saugojimo reliacin÷je duomenų baz÷je metodų analiz÷ 
Ontologija gali būti efektyviai saugojama reliacin÷je duomenų baz÷je [1]. Saugojimui gali 
būti naudojami įvairūs algoritmai, kurie tarpusavyje skiriasi RDF grafo saugojimo metodu. Vieni jų 
ontologiją saugo pastovioje duomenų baz÷s schemoje, kitų schema priklauso nuo ontologijos 
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schemos. Algoritmo pasirinkimas priklauso nuo ontologijos paskirties ir struktūros. Ontologijoms, 
kurių klasių hierarchija yra didel÷, sud÷tinga bei nepastovi, geriau naudoti nuo struktūros 
nepriklausomą schemą, tuo tarpu ontologijoms, kurių klasių hierarchija nekinta, geriau naudoti nuo 
struktūros priklausomą algoritmą, nes jis padeda paprasčiau atskirti skirtingų klasių individus. 
Toliau bus aprašyti skirtingi ontologijos saugojimo metodai [10]. 
2.5.1. Horizontali lentel÷ 
Vienas iš būdų, saugoti ontologiją reliacin÷je duomenų baz÷je – naudoti horizontalią schemą. 
Šiuo atveju visai ontologijai saugoti naudojama viena lentel÷. Lentel÷je saugomi individai. Lentel÷ 
turi stulpelius individo ID, klasei, savyb÷ms saugoti. Šis metodas turi trūkumų, nes kiekvienos 
savyb÷s reikšmei saugoti naudojamas atskiras stulpelis, tod÷l savyb÷ gali įgyti tik vieną reikšmę, 
taip pat individai dažnai turi nulinių savybių reikšmių. Taip pat yra ištirta, kad didel÷s apimties 
ontologijų įk÷limo laikas yra didesnis negu naudojant kitus metodus. Šio metodo duomenų 
pavyzdys pateiktas 2 lentel÷je. 
2 lentel÷. Horizontalios lentel÷s pavyzdys 
Individo ID Tipas Savyb÷_1 Savyb÷_2 ... Savyb÷_n 
...#1 Klas÷_1 Reikšm÷_a Reikšm÷_b  Reikšm÷_c 
...#2 Klas÷_2 Reikšm÷_d Reikšm÷_e  Reikšm÷_f 
2.5.2. Vertikali lentel÷ 
Kitas metodas saugoti ontologiją reliacin÷je duomenų baz÷je – naudoti vertikalią lentelę. Šiuo 
atveju taip pat naudojama tik viena lentel÷, bet jos stulpelių skaičius yra pastovus. Stulpelių yra trys, 
RDF subject, predicate ir object elementams. Kadangi metodas turi pačią paprasčiausią duomenų 
bazę, ontologiją į gali būti įkeliama labai paprastai. Šio metodo minusas yra toks, kad SQL 
užklausos turi būti vykdomos visoje duomenų baz÷je, o tai užtrunka gana ilgai. Rasti klasių 
hierarchiją tokioje lentel÷je taip pat sud÷tinga, tam reikia įvykdyti ne vieną užklausą. Lentel÷s 
pavyzdys pateiktas 3 lentel÷je. 
3 lentel÷. Vertikalios lentel÷s pavyzdys 
Subject Predicate Object 
…#1 Tipas Klas÷_1 
...#2 Savyb÷_a Reikšm÷_a 
 
2.5.3. Horizontali klas÷ 
Šis metodas yra panašus į horizontalios lentel÷s metodą, tačiau skiriasi nuo jo tuo, kad atskira 
lentel÷ kuriama kiekvienai klasei, tod÷l nulinių atributų reikšmių skaičius sumaž÷ja. Šis metodas 
 20 
leidžia efektyviai vykdyti individų paieškos užklausas. Šio metodo lentelių struktūra tokia pati, kaip 
pateikta 3 lentel÷je. 
2.5.4. Lentel÷ kiekvienai savybei 
Naudojant šį metodą, atskira lentel÷ kuriama kiekvienai savybei (predicate). Tarkime, visos 
rdf:type arba objektų savyb÷s bus saugojamos atskirose lentel÷se. Paprastoms užklausoms metodas 
tinkamas, tačiau sud÷tingesnes vykdyti yra sunkiau, nes reikia naudoti daug JOIN operacijų. 4 
lentel÷je pateiktas savyb÷s rdf:type lentel÷s pavyzdys. 




2.5.5. OWL2RDB algoritmas 
Šis algoritmas kiekvienai klasei sukuria po lentelę, klas÷s individai saugojami kaip lentel÷s 
įrašai. Šiuo požiūriu jis panašus į horizontalios klas÷s metodą. Tačiau už jį OWL2RDB [21] 
algoritmas pranašesnis d÷l to, kad naudoja po atskirą lentelę ir objektų savyb÷ms, tod÷l nelieka 
nulinių savybių reikšmių problemos, kaip horizontalios lentel÷s atveju. Šis metodas taip pat leidžia 
išsaugoti klasių hierarchiją reliacin÷s duomenų baz÷s schemoje, nes tarp klasių lentelių sukuria 
hierarchinius 1:0..1 ryšius. Ontologijos apribojimai saugojami atskiroje meta duomenų baz÷je. 
Tačiau šio metodo minusas – sud÷tingas ontologijos išpl÷timas, nes ontologijoje atsiradus naujai 
klasei, reikia kurti naują lentelę ir jos sąryšius su kitomis klasių lentel÷mis. 
Algoritmas susideda iš šių žingsnių: 
• OWL klasių transformavimas į reliacin÷s DB lenteles. Analizuojama dalykin÷s srities 
ontologija ir kiekvienai klasei sukuriama reliacin÷s DB lentel÷. Nustatomi ryšiai vienas-su-
vienu tarp t÷vinių ir dukterinių lentelių. 
• Klasių objektų savybių transformavimas į reliacinių DB sąryšius. OWL savyb÷ yra dvinaris 
ryšys. Objektų savyb÷ yra ryšys tarp dviejų klasių objektų. Žemiau pateikta pavyzdinis 
sąryšis tarp dviejų klasių: 
<owl:ObjectProperty rdf:ID="madeFromGrape">  
  <rdfs:domain rdf:resource="#Wine"/> 
  <rdfs:range rdf:resource="#WineGrape"/>  
    </owl:ObjectProperty> 
Čia nustatytas ryšys tarp klasių Wine ir WineGrape. Algoritmas tokiam ryšiui pavaizduoti 
reliacin÷je DB, sukurtų tarpinę lentelę madeFromGrape. 
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• Duomenų tipų savybių transformavimas į reliacinių DB lentelių atributus. Duomenų tipo 
savyb÷ sujungia klas÷s objektą su duomenų tipu. Algoritmas klas÷s lentelei sukuria naują 
atributą. 
<owl:Class rdf:ID="VintageYear" /> 
<owl:DatatypeProperty rdf:ID="yearValue"> 
  <rdfs:domain rdf:resource="#VintageYear" />     
  <rdfs:range  rdf:resource="&xsd;positiveInteger"/> 
  </owl:DatatypeProperty> 
• Ontologijos metaduomenų baz÷s užpildymas apribojimais. Apribojimams (allValuesFrom, 
someValuesFrom, cardinality, hasValue, equivalentClasses, disjointClasses, propertyChain, 
equivalentGroup, disjointGroup, disjointUnion) naudojama atskira meta duomenų baz÷. 
• Lentelių užpildymas ontologijos individais. 
Išanalizavus ontologijos saugojimo reliacin÷je duomenų baz÷je algoritmus, nuspręsta naudoti 
OWL2RDB algoritmą, nes jis geriau išnaudoja reliacin÷s duomenų baz÷s privalumus ontologijai 
saugoti – ne tik sukuria klasę kiekvienai lentelei, bet ir nustato klasių hierarchiją - tai palengvina 
individų ir klasių paiešką. Be to šis algoritmas ontologijos apribojimus saugo atskiroje meta 
duomenų baz÷je tod÷l yra išplečiamas ir suderinamas su nuolat besivystančia OWL2 ontologijų 
kalba.  
Pasirinktas ontologijų išsaugojimo metodas neturi užklausų vykdymo mechanizmo, tod÷l 
kituose skyreliuose bus analizuojamos užklausų vykdymo ontologijoje galimyb÷s ir egzistuojantys 
užklausų vykdymo sprendimai. 
2.6. Užklausų vykdymas ontologijoje 
RDF yra duomenų modelis, skirtas žiniatinklio resursų aprašymui, tai yra pats tinkamiausias 
standartas duomenų aprašymui ir mainams semantiniam žiniatinkliui [9]. RDF buvo pristatytas 
1998 metais. Tuomet iškilo duomenų išrinkimo problema. Buvo pasiūlyta įvairių užklausų kalbų 
(RQL, SeRQL, TRIPLE, RDQL, N3, Versa) [9], tačiau 2004 metais buvo pristatytas SPARQL 
prototipas [16], o 2008 metais SPARQL tapo oficialia W3C rekomendacija. Taigi SPARQL dabar 
yra tipin÷ ontologijų užklausų kalba [18]. 
SPARQL paremta RDF grafo atitikimo mechanizmu [17]. Šis grafas yra RDF formuluočių 
aib÷. Užklausa taip pat susideda iš formuluočių, kurios yra lyginamos su duomenų šaltinio 
formuluot÷mis, šio palyginimo rezultatai grąžinami vartotojui. Taigi SPARQL užklausa susideda iš 
trijų pagrindinių dalių, kurios aprašytos žemiau:  
• sąlygin÷ dalis (angl. pattern matcing part) - užklausos where dalis. Joje aprašomas grafo 
atitikimo šablonas, kuris, vykdant užklausą bus lyginamas su RDF grafo struktūra ir taip 
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gaunami rezultatai. Šioje dalyje, norint gauti tikslesnius rezultatus, gali būti naudojami 
papildomi raktiniai žodžiai: 
• optional – suteikia galimybę prid÷ti prie rezultatų eilut÷s informaciją tik tada, jeigu ji 
egzistuoja ir neatmesti visos eilut÷s, jei tik viena užklausos sąlygos dalis neatitinka 
RDF grafo. Pavyzdžiui, vartotojo elektroninio pašto adreso paieška, jeigu jis jį turi. 
Nenaudojant optional, vartotojas, neturintis elektroninio pašto adreso apskritai 
nebūtų surastas: 
  {?x foaf:name  ?name . OPTIONAL { ?x  foaf:mbox  ?mbox }} 
 
• union – skirtingų rezultatų rinkinių sujungimas į vieną. Tai naudinga ieškant 
informacijos skirtingose ontologijose, tarkime knygų paieškos skirtingose 
ontologijose rezultatai gali būti sujungti ir vartotojui pateiktas bendras sąrašas: 
  {?book dc10:title  ?title } UNION {?book dc11:title  ?title}  
 
• filter – užklausos sąlygos dalyje parašytas filter modifikatorius leidžia išrinkti 
rezultatus pagal norimas sąlygas. Leidžia filtruoti įvairių duomenų tipų rezultatus. 
Tekstiniams įrašams gali būti naudojamos ir reguliariosios išraiškos. Tai leidžia iš 
knygų sąrašo išrinkti knygas, kurios n÷ra brangesn÷s už 50 Lt., arba rasti knygų 
sąrašą, kurio pavadinime būtų žodis „animals“: 
  {?x dc:title ?title FILTER regex(?title, "^animals")} 
 
• Sprendinio modifikavimas (angl. solution modifiers) – leidžia modifikuoti jau surastos 
informacijos išvedimą vartotojui. Lentel÷s pavidalu išvesti rezultatai gali būti modifikuojami 
šiomis operacijomis:  
• projection – leidžiama vartotojui pateikti tik tą informaciją, kuri nurodyta select 
dalyje. where dalyje gali būti naudojama daug kintamųjų, tačiau ne visi jie turi būti 
pateikiami vartotojui išvedant rezultatus. Žemiau pateiktame pavyzdyje sąlygos 
dalyje naudojami ?x ir ?name kintamieji, tačiau vartotojui pateikiamas tik ?name. 
Tai atliekama formuojant naują rezultatų rinkinį pagal select dalyje nurodytus 
kintamuosius. 
  SELECT ?name 
  WHERE 
   { ?x foaf:name ?name } 
 
• distinct – pašalina besidubliuojančias rezultatų eilutes. Jeigu randamos dvi eilut÷s, 
kurių visos reikšm÷s sutampa, viena iš jų pašalinama. 
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•  order – rezultatų rikiavimas pagal nurodytą kintamąjį. Gali būti naudojami asc arba 
desc raktiniai žodžiai, rikiavimo tvarkai nurodyti. 
•  limit – leidžia nurodyti maksimalų pateikiamų rezultatų eilučių skaičių. 
• offset – leidžia nurodyti, nuo kurios eilut÷s rodyti rezultatus. 
 
• Išvedimo dalis (angl. output). Ši dalis aprašo 4 skirtingas SPARQL užklausų rūšis. Jos visos 
informacijos ieško tuo pačiu principu, t.y. where dalyje esančio šablono atitikimu RDF 
grafui, tačiau skiriasi rezultatais ir jų pateikimu: 
• select – įprasta SPARQL užklausa, rezultatai priskiriami kintamiesiems, 
pažym÷tiems ? ženklu. Žemiau pateikta užklausa išrenka visas Lietuvos kaimynines 
valstybes: 
  PREFIX geo: <http://www.fao.org/aims/geopolitical.owl#> 
  select ?x 
  where { 
   ?x geo:hasBorderWith geo:Lithuania 
  } 
 
• ask  – grąžina atsakymą, ar pateikta sąlyga atitinka grafą. Šis užklausos tipas gali 
grąžinti tik dvi reikšmes: yes arba no. Kadangi informacijos negrąžina, užklausa gali 
būti naudojami tik testavimo tikslais. Žemiau pateikta užklausa atsako, ar Lietuva 
turi bent vieną kaimynę: 
  PREFIX geo: <http://www.fao.org/aims/geopolitical.owl#> 
  ASK 
  where { 
   ?x geo:hasBorderWith geo:Lithuania 
  } 
 
• describe – grąžina informaciją apie norimą resursą. Užklausos klientui nereikia 
žinoti RDF grafo struktūros, kaip įprastos select užklausos atveju, struktūrą išgauna 
SPARQL procesorius, kuris XML formatu grąžina visus resursus, su kuriais susijęs 
pateiktas resursas. Pateikta užklausa grąžina išsamų Lietuvos kaimynių aprašymą: 
  PREFIX geo: <http://www.fao.org/aims/geopolitical.owl#> 
  describe ?x 
  where { 
   ?x geo:hasBorderWith geo:Lithuania 
  } 
 
• construct - formuoja naują grafą pagal pateiktą šabloną. Žemiau pateiktas užklausos 
pavyzdys suformuoja naują RDF grafą, kuriame Lietuva sujungta su kaimynin÷mis 
valstyb÷mis savybe hasNeighbour: 
  PREFIX geo: <http://www.fao.org/aims/geopolitical.owl#> 
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  construct { 
   ?x geo:hasNeighbour geo:Lithuania 
  } 
  where { 
   ?x geo:hasBorderWith geo:Lithuania 
  } 
SPARQL yra gana nauja ir sparčiai besivystanti užklausų kalba. Originali SPARQL/Query 1.0 
versija neturi visų reikalingų savybių, tačiau kūr÷jai sulaukia pageidavimų iš vartotojų 
bendruomen÷s ir stengiasi papildyti SPARQL naujomis savyb÷mis, tod÷l naujoje SPARQL/Query 
1.1 versijoje atsirado patobulinimų, kurie palengvina užklausų rašymą, jos tampa paprastesn÷mis. 
Šie atnaujinimai kol kas dar n÷ra plačiai naudojami, jie įdiegti tik kai kuriose užklausų vykdymo 
sistemose. Toliau bus apžvelgti svarbiausi atnaujinimai [12]. 
Pirmiausia siūloma įvesti agregavimo funkcijas, kurios leistų vykdyti skaičiavimo veiksmus, 
rasti minimalią, maksimalią reikšmę, suskaičiuoti vidurkį. Rezultato rinkinys būtų grupuojamas į 
agregavimo grupes, vartotojui būtų pateikta tiek eilučių, kiek yra agregavimo grupių, su kiekvienos 
grup÷s suskaičiuota tam tikra reikšme (pavyzdžiui, suskaičiuotas kiekvienos valstyb÷s turistų 
skaičius). 
Kitas atnaujinimas – subqueries, kurios leidžia vykdyti vieną užklausą kitoje. Tai būna 
naudinga, kai kiekvienam rezultatų eilut÷s elementui reikia rasti papildomą informaciją, tarkime 
žmonių sąraše rasti kiekvienam žmogui reikia surasti vardą. 
Paneigimas (negation) – tikrinimas, ar RDF grafe n÷ra nurodyto formuluot÷s. Tai dar vienas 
patobulinimas, kuris gali būti naudojamas norint rasti žmones, kurie nepažįsta nurodyto žmogaus, 
arba rasti valstybes, kurios n÷ra tam tikros valstyb÷s kaimyn÷s. Nors tai įmanoma ir dabartin÷mis 
priemon÷mis, naudojant filter raktinį žodį, tačiau toks užrašymas n÷ra pakankamai intuityvus. 
2.7. Esamų užklausų vykdymo sprendimų analiz÷ 
Šiame skyrelyje analizuojami sprendimai, kurie gali būti suderinami su ontologija, saugoma 
reliacin÷je duomenų baz÷je. 
Pellet OWL [8] – Java biblioteka, vykdanti užklausas tekstiniuose failuose saugomose 
ontologijose. Ši biblioteka išanalizavusi tekstinį OWL failą sukuria Java objektus ir juose vykdo 
užklausas. Ši biblioteka teikia programavimo sąsają (API), ontologijos modelį kurti programiškai. 
SPASQL (SPARQL-inside-SQL) [20] – SQL standarto išpl÷timas, gali būti įgyvendinamas 
DBVS viduje arba kaip papildomas DBVS modulis. SPARQL užklausa n÷ra perrašoma, kaip kituose 
sprendimuose, bet paduodama tiesiogiai DBVS. Kita savyb÷ – nereikia saugoti RDF grafo, 
užklausos vykdomos reliacin÷je duomenų baz÷je, tod÷l veikimo laikas sutrump÷ja, tačiau 
semantinis duomenų interpretavimas abejotinas. Kitas šio sprendimo minusas tas, kad suderinama 
tik su MySQL DBVS. 
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SparqlEngineDb [4] - PHP kalba parašytas SPARQL-SQL transliatorius. Grafo viršūn÷s 
saugomos ne OWL faile, bet duomenų baz÷s lentel÷je, tod÷l nereikia grafo įrašyti į pagrindinę 
atmintį - tai pasiteisina esant didel÷ms duomenų apimtims, tačiau d÷l to paieškos negalima vykdyti 
keliuose šaltiniuose. 
SPARQL-to-SQL [6] – SPARQL užklausų konvertavimo į SQL algoritmas, naudojantis 
RDFLib ontologijos saugojimo mechanizmą, kuris ontologiją saugo reliacin÷je duomenų baz÷je, 
trijose lentel÷se. 
5 lentel÷je pateikiami užklausų vykdymo ontologijoje sprendimai. 
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Visiškai tinkamo metodo vykdyti semantines užklausas reliacin÷je duomenų baz÷je 
OWL2RDB algoritmu išsaugotoje ontologijoje n÷ra, tačiau galima pritaikyti Pellet OWL bibliotekos 
funkcionalumą, nes ji yra išplečiamas ir suteikia galimybę ontologijos modelį kurti programiniu 
būdu. Kitame skyriuje bus plačiau išnagrin÷tos Pellet OWL Reasoner galimyb÷s. 
2.8. Pellet OWL Reasoner analiz÷ 
 
Pellet OWL Reasoner - Java kalba parašyta biblioteka, skirta ontologijoms analizuoti, 
užklausoms jose vykdyti. Toliau pateikiamos pagrindin÷s šios bibliotekos atliekamos funkcijos: 
• ontologijos pilnumo tikrinimas – užtikrina, kad ontologijoje nebūtų prieštaringų faktų, 
pavyzdžiui, kad objektas nepriklausytų skirtingoms klas÷ms; 
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• klasių objektų galimumo patikrinimas – tikrinama, ar klas÷ gali tur÷ti objektus. Jei 
randamas objektas klas÷s, kuriai negalima jų tur÷ti, vadinasi ontologija n÷ra suderinta. 
• klasifikavimas – nustatomi ryšiai tarp klasių, sukuriama klasių hierarchija, kuri v÷liau 
gali būti naudojama užklausose, pavyzdžiui surasti tiesiogines ar visas klas÷s 
poklases; 
• realizavimas – randama pati detaliausia objekto klas÷, jo tiesioginis tipas. Realizavimo 
operacija gali būti atlikta po klasifikavimo operacijos, kada sudaryta klasių hierarchija. 
Naudojant šią klasifikaciją galima rasti ir visas klases, kurioms netiesiogiai priklauso 
objektas. 
Pellet OWL bibliotekos principin÷ schema pateikta 4 paveiksl÷lyje. 
 
4 pav. Principin÷ Pellet OWL Reasoner schema 
 
Prieš patekdama į šį komponentą ontologija sintaksiškai patikrinama, kad visi resursai būtų 
tinkamai aprašyti trigubu formatu: veiksnys (subject), tarinys (predicate)  ir objektas (object). 
Radus klaidų, ontologija pakoreguojama remiantis euristiniais algoritmais, kurie stengiasi atsp÷ti 
neteisingai aprašyto resurso tipą, pavyzdžiui resursas, naudojamas kaip tarinys yra paverčiamas 
savybe. 
Kitas svarbus uždavinys yra žodyno atskyrimas, kai siekiama, kad klas÷s, savyb÷s ir objektai 
nesikirstų. Jeigu biblioteka aptinka, kad resursas naudojamas ir kaip klas÷ ir kaip objektas ar 
savyb÷, vartotojui leidžiama pasirinkti, kaip turi būti apdorojama ontologija: ignoruoti neteisingai 
aprašytus resursus, visiškai nutraukti ontologijos nagrin÷jimą arba priimti viską kaip yra ir resursą, 
aprašytą kaip klas÷ ir kaip savyb÷, skirtingose situacijose, priklausomai nuo užklausos, laikyti klase 
arba savybe. 
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Patikrinta ir pakoreguota ontologija patenka į TBox ir ABox komponentus. Į TBox 
komponentą keliauja aksiomos apie klases, o į ABox komponentą – teiginiai apie objektus. Kartu šie 
komponentai sudaro žinių bazę (knowledge base) - pilną OWL ontologiją. Žinių baz÷s pilnumo 
tikrinimui skirtas Tableau Reasoner komponentas, jis bando sudaryti ontologijos modelį, kuris 
tenkintų visas ontologijos aksiomas ir faktus. 
Žinių baz÷s sąsajos (knowledge base interface) komponentas atsako į paprastas atomines 
ontologijos užklausas, pavyzdžiui, gauti vaikines ar nesikertančias klases, funkcines savybes ir pan. 
Jis taip pat gali atsakyti ir į logines užklausas, šiuo atveju sprendžiama nepatenkinamumo problema. 
Užklausoms, kurioms reikalingi keli atsakymai, atliekami sud÷tingi ontologijos tikrinimai. 
Pavyzdžiui, jei norima rasti visus vienos klas÷s objektus, pirmiausia randami tiesioginiai tos klas÷s 
objektai, v÷liau tikrinamas kiekvienas objektas, ar jis nepriklauso klasei per klasių hierarchijos 
sąryšius. 
Žinių baz÷s sąsaja yra sujungta su ABox užklausos varikliu (ABox query engine), kuris gali 
atsakyti ne tik į atomines bet ir sud÷tines užklausas (5 pav.). Šį komponentą sudaro keli užklausų 
varikliai, kurie atsako į užklausas ir pagrindinis užklausų variklis, kuris apdoroja užklausą ir 
parenka tinkamą užklausų variklį. Pirmasis žingsnis, kurio imasi pagrindinis užklausų variklis – 
užklausos analiz÷. Nusprendžiama, ar užklausa sudaryta iš kelių nepriklausomų užklausų, jei taip, ji 
išskaidoma į kelias atskirai atsakomas užklausas. Rezultatai sujungiami v÷liau. Kitas žingsnis - 
užklausos fragmentų bei kintamųjų rikiavimas naudojant euristinius algoritmus, kad būtų pagerintas 
vykdymo efektyvumas. Galiausiai užklausa patenka į užklausos variklį, kuris ją įvykdo ir pateikia 
atsakymą. 
 
5 pav. Užklausų variklio schema 
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2.9. Siekiamo sukurti užklausų vykdymo metodo formuluot÷ 
Taigi darbo tikslas – pagerinti duomenų paieškos ontologijoje procesą, sukuriant ontologijos 
užklausų vykdymo metodą, suderinantį reliacinių duomenų bazių ir ontologijų galimybes. Tyrimo 
objektas – duomenų išrinkimo iš ontologijos procesas, kai ontologija saugoma reliacin÷je duomenų 
baz÷je.  
Pagrindinis sistemai keliamas kokyb÷s kriterijus yra užklausos vykdymo laikas, kai 
ontologija yra didel÷s apimties, t.y. turi daug klasių individų. Tod÷l tikslas bus pasiektas, jeigu 
sistema leis reliacin÷je duomenų baz÷je saugojamoje ontologijoje užklausas vykdyti greičiau, negu 
jos vykdomos ontologijoje, saugojamoje tekstiniame faile. 
Tikslui pasiekti reikia įvykdyti šiuos uždavinius: 
• sukurti pavyzdinę užklausų vykdymo sistemą, kuri pateiktų vartotojui geriau atrinktus 
rezultatus ir pagreitintų SPARQL užklausų vykdymą ontologijoje, saugojant ją reliacin÷je duomenų 
baz÷je pagal OWL2RDB algoritmą. 
• Protégé įrankiu sukurti pavyzdinę ontologiją. Ši ontologija v÷liau turi būti transformuota į 
reliacin÷s duomenų baz÷s schemą pagal OWL2RDB algoritmo taisykles. Naudojant 
ontologiją turi būti atliktas sistemos testavimas ir eksperimentinis tyrimas. 
• Naudojant pavyzdinę ontologiją, atlikti eksperimentą ir įvertinti darbo rezultatus. 
Kuriamai užklausų vykdymo sistemai keliami šie funkciniai reikalavimai: 
• klasių hierarchijos vykdant užklausą analiz÷; 
• objektų savybių vykdant užklausą analiz÷; 
• klasių individų išrinkimas. 
Užklausų vykdymo sistemai keliami šie nefunkciniai reikalavimai ir apribojimai: 
• sistema turi veikti su bet kokios dalykin÷s srities ontologija; 
• sistema turi būti realizuota JAVA aplinkoje; 
• sistema turi tur÷ti grafinę vartotojo sąsają; 
• turi būti naudojama W3C rekomenduojama ontologijų užklausų kalba SPARQL; 
• sistema neturi visos ontologijos rašyti į operatyvinę atmintį. 
2.10. Analiz÷s išvados 
1. Analizuojant duomenų išrinkimo iš reliacinių duomenų bazių procesą nustatyta, kad, 
sukūrus dalykin÷s srities ontologiją, duomenys gal÷tų būti analizuojami semantiškai.  
2. Ontologijų apimtis labai plečiasi, tod÷l neparanku jas saugoti tekstiniame faile. Didel÷s 
apimties ontologiją geriau saugoti reliacin÷je duomenų baz÷je, nes vykdant užklausas, 
mažiau apkraunama kompiuterio darbin÷ atmintis. 
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3. Ontologijos kūrimui pasirinktas įrankis Protégé, nes jis turi patogų grafinį klasių kūrimo, 
manipuliavimo sąsają, leidžia paprastai nustatyti klasių ribojimus, atributus bei sąryšius. 
4. Dalykin÷s srities ontologija į reliacin÷s duomenų baz÷s schemą bus transformuojama 
naudojant OWL2RDB algoritmą, sukurtą ISK doktoranto. Šis algoritmas pasirinktas tod÷l, 
kad geriausiai išnaudoja reliacin÷s duomenų baz÷s galimybes ontologijai saugoti. 
5. Paieškai ontologijoje nuspręsta naudoti SPARQL užklausų kalbą, nes ji yra labiausiai 
išvystyta bei rekomenduojama W3C konsorciumo. 
6. Užklausų ontologijoje vykdymui nuspręsta pritaikyti Pellet OWL biblioteką, nes ji turi 
programinę ontologijos kūrimo sąsają. Bus kuriamas algoritmas, kuris pagal reliacin÷s 
duomenų baz÷s schemą atstato ontologiją ir sukuria Pellet OWL ontologijos klasių modelį 
bei apribojimus. Ontologijos individai į Pellet OWL biblioteką nebus įrašomi, jie tur÷s būti 
randami naudojant SQL. Tam bus sukurtas SPARQL užklausos fragmentų transformavimo į 
SQL algoritmas. 
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3. Užklausų vykdymo sistemos projektas 
Pagrindiniai kuriamos užklausų vykdymo ontologijoje sistemos tikslai yra pateikti vartotojui 
geriau atrinktus rezultatus ir pagreitinti paiešką didel÷s apimties ontologijoje (6 pav.). 
 
6 pav. Informacijos sistemos kūrimo tikslai 
Užklausų vykdymo sistemos kūrimo tikslas – pateikti vartotojui geriau atrinktus rezultatus ir 
pagreitinti SPARQL užklausų vykdymą ontologijoje, saugojant ją reliacin÷je duomenų baz÷je pagal 
OWL2RDB algoritmą. Pagrindinis uždavinys, kurį reikia atlikti, norint pasiekti šį tikslą - realizuoti 
SPARQL transformavimo į SQL ir užklausų vykdymo metodą, kuris pilkai pavaizduotas 7 
paveiksl÷lyje pateiktame ontologijos kūrimo ir užklausų vykdymo joje kontekste. 
 
7 pav. Duomenų paieškos procesas naudojant ontologijas 
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3.1. Darbe naudojamos vyno ontologijos modelis 
8 paveiksl÷lyje pateiktas vyno dalykin÷s srities ontologijos fragmentas. Ontologija sudaryta 
kūrimo įrankiu Protégé. Ji v÷liau transformuojama į reliacin÷s duomenų baz÷s schemą pagal 
OWL2RDB algoritmo taisykles. Ši ontologija v÷liau bus naudojama vykdant testavimą ir 
eksperimentą. 
 
8 pav. Dalykin÷s srities ontologijos modelis 
3.2. Kompiuterizuojamų panaudojimo atvejų diagrama 
Kompiuterizuojamų panaudojimo atvejų modelyje išskiriamos vartotojų grup÷s, bei kuriamos 
informacin÷s sistemos paslaugos, kuriomis naudosis šių grupių vartotojai. 9 paveiksl÷lyje 
pavaizduota panaudojimo atvejų diagrama, 6 lentel÷je panaudojimo atvejų specifikacija, o 9 - 11 
paveiksl÷liuose scenarijai. 
 




6 lentel÷. PA „Vykdyti semantinę užklausą“ specifikacija 
PA „Vykdyti SPARQL užklausą“  




Sužadinimo sąlyga Vartotojas įved÷ užklausą per vartotojo 
sąsają ir paspaud÷ patvirtinimo mygtuką 
Išplečia PA  
Apima PA „Sudaryti ontologijos modelį pagal DB 
schemą“, „Transformuoti SPARQL 
užklausą į SPARQL ir SQL“, „Sudaryti ir 




Specializuoja PA  
Pagrindinis įvykių srautas Sistemos reakcija ir sprendimai 
1. Vartotojas pateikia sistemai SPARQL 
užklausą  
1.1. Sistema sukuria ontologijos modelį 
pagal duomenų baz÷s schemą 
1.2. Sistema išskaido SPARQL užklausą į 
SPARQL ir SQL dalis. 
1.3. Sistema įvykdo visas užklausas ir 
grąžina vartotojui rezultatus. 
2. Vartotojas baigia PA  
Po sąlyga:   
Alternatyvūs scenarijai 
1.1.a. Užklausos sintaks÷ neteisinga 1.1.a.1 Vartotojui pateikiamas pranešimas, 
PA vykdymas nutraukiamas. 
 
10 pav. PA „Vykdyti SPARQL užklausą“ scenarijus 
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11 pav. PA „Vykdyti SPARQL užklausą“ alternatyvus scenarijus 
 
3.3. Login÷ užklausų vykdymo sistemos architektūra, klasių modeliai 
Sistemos login÷ architektūra (12 pav.) parodo jos pagrindinius architektūrinius komponentus. 
Veiklos logikos posistemį sudaro du komponentai: užklausų vykdymo posistemis, kuris skirtas 
vykdyti SPARQL užklausas ir pagal duomenų baz÷s struktūrą sudaryti OWL Reasoner (semantinių 
užklausų vykdymo ir ontologijų analiz÷s bibliotekos) ontologijos modelį. 
 
12 pav. Duomenų paieškos IS login÷ architektūra 
Vartotojo sąsają (13 pav.) sudaro vienintelis užklausos vykdymo langas. 
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13 pav. Duomenų paieškos IS vartotojo sąsajos planas 
Veiklos paslaugų ontologijos integravimo posistemį (14 pav.) sudaro ontologijos 
konvertavimo valdiklis, kuriame aprašyta reliacin÷je duomenų baz÷je saugomos ontologijos 
interpretavimo taisykl÷s, SPARQL fragmentų konvertavimas į SQL ir OWL Reasoner valdiklis, 
kuris saugo ontologijos modelį, kuria ontologijos komponentus: klases, klasių ryšius, duomenų tipų 
ir objektų savybes. 
 
14 pav. Veiklos paslaugų ontologijos integravimo posistemio valdikliai 
Duomenų paslaugų posistemyje saugomas duomenų baz÷s valdiklis (15 pav.), skirtas 
prisijungti prie reliacin÷s duomenų baz÷s, vykdyti joje užklausas ir grąžinti rezultatus. 
 
15 pav. Duomenų paslaugų posistemio valdiklis 
16 paveiksl÷lyje pateiktas sistemos klasių modelis. 
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16 pav. Duomenų paieškos IS projektas 
3.4. Užklausų vykdymo sistemos elgsenos modelis 
Bendrą sistemos elgseną pavaizduoja 17 paveiksl÷lyje pateikta diagrama. Joje matyti 
pagrindiniai sistemos veikimo etapai vykdant užklausą – užklausos pateikimas, ontologijos modelio 
atkūrimas, užklausos transformavimas ir vykdymas. 
 
17 pav. Duomenų paieškos IS veiklos diagrama 




18 pav. Pagrindin÷ duomenų paieškos IS sekų diagrama 
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19 pav. Ontologijos modelio sudarymo sekų diagrama 
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20 pav. SQL užklausos vykdymo sekų diagrama 
OWL2RDB algoritmo ontologijos saugojimo id÷ja remiasi tuo, kad visa ontologija neturi būti 
saugoma operatyvin÷je atmintyje, tod÷l visos jos rašyti į Pellet OWL Reasoner ontologijos modelį 
negalima. Į šį modelį įrašoma tik klasių hierarchija, objektų, duomenų tipų savyb÷s bei apribojimai 
iš metaduomenų lentelių. 
Algoritmas, kuris realizuoja ontologijos modelio kūrimą iš reliacin÷s duomenų baz÷s schemos 
pavaizduotas 21 paveiksl÷lyje. 
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21 pav. Ontologijos modelio iš reliacin÷s DB schemos sudarymo veiklos diagrama 
Algoritmas remiasi duomenų baz÷s sisteminių duomenų analize, t.y. randami ryšiai tarp 
lentelių, lentelių atributai, pagal juos sukuriamas ontologijos modelis. Žemiau pateikiami algoritmo 
paaiškinimai: 
• Jeigu ryšio kardinalumas yra 1:1, sukuriamos dvi klas÷s pagal lentelių pavadinimus bei 
nustatoma hierarchija tarp jų. 22 paveiksl÷lyje pateiktame pavyzdyje bus sukurtos klas÷s 
PotableLiquid bei Wine, PotableLiquid bus nustatyta kaip t÷vin÷ Wine klas÷. 
 40 
 
22 pav. Hierarchinis ryšys tarp duomenų lentelių 
• Jeigu ryšio kardinalumas yra 1:*, kuriama objekto savyb÷, kurios pavadinimas nustatomas 
pagal antrosios klas÷s išorinio rakto atributo pavadinimą. Pirmoji klas÷ nustatoma kaip objekto 
savyb÷s range, antroji - domain. 23 paveiksl÷lyje pateiktame pavyzdyje bus sukurta objekto savyb÷ 
isVerifiedBy, jos domain – klas÷ Wine, range – CertificationCompany. 
 
23 pav. Objekto tipo ryšys tarp duomenų lentelių 
• Jeigu viena iš ryšio lentelių reiškia objekto savybę (tai nustatoma pagal kardinalumo 
metaduomenų lenteles), sukuriama objekto savyb÷ pagal jos pavadinimą. Pagal kitą lentelę 
sukuriama klas÷, ji nustatoma kaip objekto savyb÷s domain arba range, priklausomai nuo išorinio 
rakto pozicijos. 24 paveiksl÷lyje pateiktame pavyzdyje bus sukurta objekto savyb÷ 
MadeFromGrape, jos domain bus klas÷ Wine. 25 paveiksl÷lyje pavaizduotame pavyzdyje klas÷ 
WineGrape nustatoma objekto savyb÷s MadeFromGrape range klase.  
 
24 pav. Objekto tipo ryšys tarp duomenų lentelių 
 
 
25 pav. Objekto tipo ryšys tarp duomenų lentelių 
Ontologijos užklausoms vykdyti naudojama užklausų kalba SPARQL. Užklausos vykdomos 
tiek klasių lygmenyje, tiek rasti klasių individams. Klasių paieškai naudojamas Pellet OWL 
Reasoner, kuriame sukuriamas ontologijos modelis pagal reliacin÷s duomenų baz÷s schemą. Tačiau 
šiame modelyje nesaugoma informacija apie individus, jie gaunami iš duomenų baz÷s lentelių, 
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vykdant SQL užklausą, tod÷l sukurtas algoritmas (26 pav.), kuris pirmiausia įvykdo SPARQL 
užklausą, susijusią su klasių hierarchijos gavimu, v÷liau atskirai vykdo individų gavimo sąlygas 
SQL užklausų kalba. Šis algoritmas pateiktos SPARQL užklausos sąlyginę dalį skaido į dvi dalis:  
• sudaroma nauja SPARQL užklausa, kurioje lieka tik sąlygos dalys, susijusios su klasių 
gavimu; 
• sudaroma užklausos sąlygų, susijusiu su individų gavimu, eil÷. Šios sąlygos 
atskiriamos pagal predicate dalį. Į ją patenka sąlygos su predicate dalimi rdf:type arba 
ontologijos objektų savyb÷mis. 
 
26 pav. Užklausos vykdymo veiklos diagrama 
3.5. Vyno ontologijos duomenų baz÷s schema 
Duomenų baz÷s schema (27 pav.) sudaryta iš dalykin÷s srities ontologijos modelio (8 pav.) 




27 pav. Pavyzdin÷s ontologijos duomenų baz÷s schema 
3.6. Užklausų vykdymo sistemos realizacijos modelis 
28 paveiksl÷lyje vaizduojamas panaudojimo atvejo „Vykdyti SPARQL užklausą“  realizacijos 




28 pav. Duomenų paieškos IS realizacijos diagrama 
 


































4. Realizacija  
4.1. Sistemos veikimo aprašymas 
Užklausų vykdymo sistemai kurti buvo pritaikta Pellet OWL Reasoner biblioteka. Ontologijos 
pateikimui joje standartiškai naudojamas skaitytuvas (Parser), kuris nagrin÷ja OWL failą ir pateikia 
jame saugomą ontologiją Pellet OWL Reasoner bibliotekai. Šis variantas n÷ra tinkamas darbo 
tikslui pasiekti, nes ontologija turi būti saugoma reliacin÷je duomenų baz÷je, tačiau bibliotekoje 
suteikiama galimyb÷ kurti ontologijas programiškai. Tod÷l bus realizuotas naujas komponentas 
Ontology Integrator (30 pav.), kuris analizuos duomenų baz÷s struktūrą ir pagal ją sukurs Pellet 
OWL Reasoner ontologiją. Pagalbinis komponentas Database Connector skirtas prisijungti prie 
duomenų baz÷s ir vykdyti joje užklausas. Visi kiti bibliotekos komponentai išliko nepakitę - 
pakeistas tik ontologijos pateikimo metodas. 
Ontology Integrator

















30 pav. Pellet OWL Reasoner schema, kai ontologija sudaroma iš duomenų baz÷s schemos 
Sistema realizuota Eclipse aplinkoje, ontologijai saugoti pasirinkta MS SQL Server DBVS. 
Naudojamos dvi atskiros duomenų baz÷s – viena ontologijai, kita ontologijos metaduomenims, tam, 
kad korektiškai veiktų ontologijos kūrimo pagal duomenų baz÷s schemą algoritmas. 31 
paveiksl÷lyje pateikta sistemos diegimo diagrama. 
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31 pav. Sistemos diegimo diagrama 
Užklausoms pateikti ir rezultatams vaizduoti bus sukurta vartotojo sąsaja, ji pateikta 32 
paveiksl÷lyje. 
 
32 pav. Vartotojo sąsajos langas 
 
4.2. Užklausų vykdymo sistemos testavimas, duomenys bei kontrolinis 
pavyzdys 
Siekiant nustatyti sistemos atrenkamų duomenų teisingumą, jie bus lyginami su rezultatais, 
gautais naudojant tekstiniame faile saugomą ontologiją, užklausą vykdant Pellet OWL Reasoner. 
Vykdant užklausą bus rodomos ir tarpin÷s sugeneruotos SQL užklausos bei jų vykdymo rezultatai, 
nes metodas išskaido SPARQL užklausą ir SQL generuoja etapais. Taip bus išsiaiškinta, ar 
korektiškai veikia užklausos išskaidymo ir SQL sudarymo mechanizmai. 
Užklausa bus vykdoma 8 paveiksl÷lyje pateiktoje vyno ontologijoje. Nuo 7 lentel÷s iki  
12 lentel÷s pateikiami duomenų baz÷s lentelių duomenys. 
7 lentel÷. Lentel÷s PotableLiquid duomenys 
potableLiquidId potableLiquidName hasMaker 
1 FoxenCheninBlank              1
2 MariettaZinfandel             2
3 MariettaPetiteSyrah           2
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8 lentel÷. Lentel÷s Wine duomenys 
wineId isTastedBy isVerifiedBy hasWineMaker vintageYear 
1 2 1 1 2000 
2 1 2 2 2001 
3 2 1 2 1995 
 
9 lentel÷. Lentel÷s Juice duomenys 
juiceId 
4 
10 lentel÷. Lentel÷s Maker duomenys 
makerId makerName 
1 Foxen                         
2 Marietta                      
3 Cido                          
 





12 lentel÷. Lentel÷s CertificationCompany duomenys 
certificationCompanyId certificationCompanyName 
1 French Certification Company                                
2 Itallian Certification Company                              
 
Toliau pateikta užklausa, kuri bus vykdoma testuojant. Ši užklausa ontologijoje randa visus 
g÷rimus ir jų gamintojus, sertifikuotus kompanijos French_Certification_Company: 
PREFIX rdf: <http://www.w3.org/1999/02/22-rdf-syntax-ns#> 
PREFIX rdfs: <http://www.w3.org/2000/01/rdf-schema#> 
PREFIX wine: <http://www.by.lt/#> 
 
select ?type ?drink ?maker where  
{ 
  ?type rdfs:subClassOf wine:PotableLiquid . FILTER (?type != wine:PotableLiquid) . 
  ?drink rdf:type ?type .  
  ?drink wine:isVerifiedBy wine:French_Certification_Company . 
  ?drink wine:hasWineMaker ?maker 
} 
 





• sąlygos ?type rdfs:subClassOf wine:PotableLiquid.FILTER(?type!=wine:PotableLiquid) 
vykdymas 
Ši užklausos dalis vykdoma Pellet OWL Reasoner, ji grąžina visas PotableLiquid poklases, 
atmetant pačią PotableLiquid (tam naudojama FILTER komanda), nes Pellet OWL Reasoner laiko, 
kad klas÷ yra savo paties poklas÷. Šiame pavyzdyje gaunamas vienintelis įrašas Wine, jis 
priskiriamas kintamajam ?type: 
select ?type where  
{ 
   ?type rdfs:subClassOf wine:PotableLiquid . FILTER (?type != wine:PotableLiquid) 
} 
 
Gauti rezultatai pateikti 13 lentel÷je: 




• sąlygos ?drink rdf:type ?type vykdymas 
Šioje užklausos dalyje randami visi ankstesn÷je užklausoje gautų klasių egzemplioriai. SQL 
užklausa formuojama pagal klasių pavadinimus. Kadangi klas÷ Wine turi t÷vinę klasę PotableLiquid 
(tai sužinoma iš Pellet OWL Reasoner ontologijos modelio), vynų pavadinimai ir id gaunami 
kreipiantis į ją, naudojant SQL komandą JOIN: 
SELECT  
 'Wine' as '?type',  
 PotableLiquidName as '?drink'   
FROM  
 Wine LEFT JOIN PotableLiquid ON WineId = PotableLiquidId 
Įvykdžius šią užklausą gaunami visi Wine klas÷s egzemplioriai, jie priskiriami kintamajam 
?drink. Užklausos vykdymo rezultatai pateikiami 14 lentel÷je: 






• sąlygos ?drink wine:isVerifiedBy wine:French_Certification_Company vykdymas 
Filtruojamas vynų sąrašas, išrenkami tik tie vynai, kuriuos sertifikavo nurodyta kompanija. 
Čia taip pat iš Pellet OWL Reasoner ontologijos modelio sužinoma, kad savyb÷s isVerifiedBy 
domain klas÷ yra Wine, o range – CertificationCompany. Pagal šias reikšmes papildoma 
ankstesniame etape sudaryta SQL užklausa:  
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SELECT  
 'Wine' as '?type',  
 PotableLiquidName as '?drink'   
FROM  
 Wine LEFT JOIN PotableLiquid ON WineId = PotableLiquidId   
 LEFT JOIN CertificationCompany ON Wine.isVerifiedBy =   
  CertificationCompany.CertificationCompanyId  
WHERE  CertificationCompanyName  = 'French_Certification_Company' 
 
Užklausa papildoma komanda WHERE, kuri išrenka tik tuos vynus, kurie yra sertifikuoti 
kompanijos French_Certification_Company. 15 lentel÷je pateikti trečiojo užklausos vykdymo etapo 
rezultatai. 





• sąlygos ?drink wine:hasMaker ?maker vykdymas 
Vykdomas savyb÷s išrinkimas. Pirmiausia randama savyb÷s hasMaker domain ir range klas÷s 
iš Pellet OWL Reasoner ontologijos modelio (domain - PotableLiquid, range – Maker). SQL 
užklausa formuojama pagal šias reikšmes: 
SELECT  
 'Wine' as '?type',  
 PotableLiquidName as '?drink' ,  
 MakerName as '?maker'  
FROM  
 Wine LEFT JOIN PotableLiquid ON WineId = PotableLiquidId   
 LEFT JOIN CertificationCompany ON Wine.isVerifiedBy = 
 CertificationCompany.CertificationCompanyId  
 LEFT JOIN WineMaker ON Wine.hasWineMaker = WineMaker.WineMakerId  
 LEFT JOIN Maker ON WineMaker.WineMakerId = Maker.MakerId  
WHERE  CertificationCompanyName  = 'French_Certification_Company'  
Gautas gamintojų sąrašas priskiriamas kintamajam ?maker. 16 lentel÷je pateiktame sąraše 
rodomi galutiniai užklausos vykdymo rezultatai. 
16 lentel÷. Galutinio užklausos vykdymo etapo rezultatai 
?type ?drink ?maker 
Wine FoxenCheninBlank Foxen 
Wine MariettaPetiteSyrah Marietta 
Rezultatai sutampa su rezultatais, gautais vykdant užklausą tekstiniame faile saugojamoje 
analogiškoje ontologijoje. Testavimo rezultatai parod÷, kad sistema gerai veikia vykdant klasių 
hierarchijos, objektų savybių paiešką, filtravimą pagal objektų savybes. 
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5. Eksperimentinis užklausų vykdymo sistemos tyrimas 
Sukurtas ontologijos užklausų reliacin÷je duomenų baz÷je vykdymo metodas tur÷tų leisti 
vykdyti užklausas didel÷s apimties ontologijose. Jo pagrindinis privalumas palyginti su tekstiniame 
faile saugoma ontologija – SPARQL užklausų vykdymo greitis, kai ontologija turi daug 
egzempliorių. 
5.1. Tiriamų parametrų aprašymas 
Vykdant eksperimentą, buvo siekiama patvirtinti hipotezę, kad sukurtas metodas leidžia 
vykdyti SPARQL užklausas reliacin÷je duomenų baz÷je greičiau negu jos įvykdomos tekstiniame 
faile, kai ontologijos egzempliorių skaičius didelis. 
Siekiant patvirtinti šią hipotezę, buvo atliktas eksperimentas – užklausos vykdomos 
analogiškose tekstiniame faile ir reliacin÷je duomenų baz÷je saugomose ontologijose, lyginami jų 
vykdymo laikai su skirtingu ontologijos egzempliorių skaičiumi, buvo stebima, kaip užklausos 
vykdymo ir ontologijos įk÷limo į atmintį laikas priklauso nuo individų kiekio. Siekiant išvengti 
atsitiktinių rezultatų, tose pačiose ontologijose buvo vykdomos dvi skirtingos užklausos. Taigi 
nepriklausomi eksperimento kintamieji yra: 
• užklausos tipas; 
• ontologijos saugojimo metodas (XML faile arba reliacin÷je duomenų baz÷je saugoma 
ontologija); 
• ontologijos Wine klas÷s individų kiekis, visų kitų klasių individų kiekis buvo 
pastovus. 
Tuo tarpu priklausomi eksperimento kintamieji yra šie: 
• ontologijos įk÷limo į darbinę atmintį laikas; 
• užklausos vykdymo laikas ontologijoje. 
Buvo tiriama ontologijos įk÷limo laiko į darbinę atmintį priklausomyb÷ nuo ontologijos 
saugojimo metodo ir individų skaičiaus bei užklausos vykdymo laiko priklausomyb÷ nuo užklausos 
tipo, saugojimo metodo ir individų skaičiaus. 
Eksperimentas buvo atliktas nešiojamuoju kompiuteriu su 1,6 GHz procesoriumi ir 1 GB 
laisvos darbin÷s atminties. Ontologijos duomenų bazei saugoti buvo naudojama Microsoft SQL 
Server 2005 duomenų bazių valdymo sistema, užklausų vykdymo programa veik÷ Eclipse 
aplinkoje. Eksperimento metu buvo naudojama vyno ontologija, pateikta 8 paveiksl÷lyje. 
Ontologijos schema nebuvo keičiama viso eksperimento metu – buvo naudojama ta pati klasių 
hierarchija, tačiau buvo keičiamas klas÷s Wine individų skaičius, tod÷l buvo sukurtas programinis 
individų generatorius – įterpti įrašus į duomenų baz÷s lenteles, kai ontologija saugoma duomenų 
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baz÷je ir generuoti OWL failus, kai ontologija saugoma tekstiniame faile. Generatorius 
sugeneruodavo individus ir nustatydavo jo savybes. Toliau pateiktas sugeneruotas OWL individo 
pavyzdys: 
 <Wine rdf:about="MountadamChardonnay"> 
  <rdf:type rdf:resource="&owl;Thing"/> 
  <VintageYear>2000</VintageYear> 
  <hasWineMaker rdf:resource="Foxen"/> 
  <isVerifiedBy rdf:resource="French_Certification_Company"/> 
  <isTastedBy rdf:resource="John_Smith"/> 
 </Wine> 
5.2. Ontologijos įk÷limas į operatyviąją atmintį 
Įrašant į atmintį ontologiją, atliekami tam tikri veiksmai, kurie yra skirtingi abiem ontologijos 
saugojimo atvejais. Kai ontologija saugoma tekstiniame faile, įk÷limo laiką sudaro: 
• tekstinio failo nuskaitymas; 
• ontologijos klasių, savybių, individų sukūrimas; 
• ontologijos patikrinimas, kiekvieno individo klas÷s nustatymas. 
Tuo tarpu, kai ontologija saugoma reliacin÷je duomenų baz÷je, įk÷limo laiką sudaro: 
• duomenų baz÷s schemos analiz÷ (ontologijos atstatymo iš reliacin÷s duomenų baz÷s 
schemos algoritmas); 
• ontologijos klasių, savybių sukūrimas; 
• ontologijos patikrinimas. 
33 paveiksl÷lyje pateiktame grafike vaizduojam abiejų saugojimo metodų ontologijos įk÷limo 
į atmintį laiko priklausomyb÷ nuo individų kiekio. 



























































33 pav. Ontologijos įk÷limo į atmintį laiko priklausomyb÷ nuo ontologijos individų skaičiaus 
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Esant nedideliam individų kiekiui (apytiksliai iki 1000), ontologijos įk÷limo laikai abiem 
atvejais yra labai panašūs, tačiau nuo 1000 individų, tekstiniame faile saugomos ontologijos įk÷limo 
laikas pradeda sparčiai did÷ti. Taip yra d÷l to, kad saugant ontologiją duomenų baz÷je, individų 
įkelti į atmintį nereikia, tod÷l įk÷limo laikas išlieka pastovus, nepriklausomai nuo to, kiek ontologija 
tur÷s individų.  
5.3. Užklausų vykdymas ontologijoje 
Kadangi metodas skirtas ontologijoms, kurios sudarytos ne tik iš klasių, bet turi ir individų, 
vykdant eksperimentą buvo naudojamos užklausos, kurios turi išrinkimo sąlygas tiek klasių, tiek 
individų lygmeniu. Siekiant nustatyti užklausų vykdymo laikų priklausomybes, ontologijose buvo 
vykdomos trys skirtingo sud÷tingumo užklausos: 
• surasti PotableLiquid klas÷s vaikines klases, išrinkti jų individus: 
select ?x ?y where  
{ 
 ?x rdfs:subClassOf wine:PotableLiquid . FILTER (?x != wine:PotableLiquid) . 
 ?y rdf:type ?x 
} 
 
• surasti kiekvieno individo gamintoją: 
select ?x ?y ?z where  
{ 
 ?x rdfs:subClassOf wine:PotableLiquid . FILTER (?x != wine:PotableLiquid) . 
 ?y rdf:type ?x .  
 ?y wine:hasWineMaker ?z 
} 
 
• filtruoti individus pagal sertifikavimo kompaniją: 
select ?x ?y ?z where  
{ 
 ?x rdfs:subClassOf wine:PotableLiquid . FILTER (?x != wine:PotableLiquid) . 
 ?y rdf:type ?x .  
 ?y wine:hasWineMaker ?z .  
 ?y wine:isVerifiedBy wine:French_Certification_Company 
} 
Tos pačios užklausos buvo vykdomos tekstiniame faile ir reliacin÷je duomenų baz÷je 
saugomose ontologijose su įvairiais individų kiekiais. 34 - 36 paveiksl÷liuose pateikti užklausų 
priklausomyb÷s nuo individų skaičiaus grafikai. 
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select ?x ?y where {?x rdfs:subClassOf wine:PotableLiquid . 


























































34 pav. Pirmosios užklausos vykdymo laiko priklausomyb÷ nuo individų skaičiaus 
select ?x ?y ?z where {?x rdfs:subClassOf wine:PotableLiquid . 



























































35 pav. Antrosios užklausos vykdymo laiko priklausomyb÷ nuo individų skaičiaus 
select ?x ?y ?z where {?x rdfs:subClassOf wine:PotableLiquid . 
FILTER (?x != wine:PotableLiquid) . ?y rdf:type ?x . ?y 




























































36 pav. Trečiosios užklausos vykdymo laiko priklausomyb÷ nuo individų skaičiaus 
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Iš grafikų matyti, kad esant mažam individų skaičiui, užklausų vykdymo laikai yra labai 
panašūs abiem ontologijos saugojimo atvejais. Tačiau pasiekus tam tikrą ribą (maždaug 500 
individų), ontologijos, saugomos tekstiniame faile užklausos vykdymo laikas pradeda smarkiai 
did÷ti, tuo tarpu reliacin÷je duomenų baz÷je saugomos ontologijos išlieka pastovus. Reikia pabr÷žti, 
kad šiuose grafikuose pateikti tik užklausos vykdymo laikai, neįskaitant ontologijos įk÷limo į 
atmintį laiko, tod÷l galima teigti, kad didel÷s apimties ontologijose (turinčiose daug individų) 
užklausos greičiau vykdomos, kai ontologija saugoma reliacin÷je duomenų baz÷je. 
37 paveiksl÷lyje pateikti bendri visų trijų užklausų vykdymo su visais individų kiekiais laikų 
vidurkiai. Šis grafikas parodo, kad egzistuoja skirtingų užklausų vykdymo laikų skirtumai, tačiau 
šiuo atveju jie yra minimalūs, nes kiekviena užklausa tur÷jo tik po vieną papildomą sąlygą. 
 





































37 pav. Užklausų vykdymo vidurkiai 
Atliktas eksperimentas patvirtino hipotezę, kad esant dideliam ontologijos individų skaičiui, 
efektyviau vykdyti užklausas tada, kai ontologija saugoma reliacin÷je duomenų baz÷je, nes 
individai greičiau išrenkami iš reliacin÷s duomenų baz÷s vykdant SQL užklausas, negu ieškant jų 















1. Analizuojant duomenų išrinkimo iš reliacinių duomenų bazių ir ontologijų procesus 
nustatyta, kad paieška ontologijose duoda prasmingesnius rezultatus, kadangi jose duomenis 
galima analizuoti semantiškai. 
2. Didel÷s apimties ontologijas saugoti įprastu būdu (XML faile) n÷ra racionalu, jas efektyviau 
saugoti reliacin÷je duomenų baz÷je, kurios turi struktūrizuotas duomenų saugojimo 
priemones ir sudaro prielaidas vykdyti užklausas ontologijose, turinčiose daug egzempliorių.   
3. Ontologijų saugojimui reliacin÷je duomenų baz÷je pasirinktas OWL2RDB algoritmas, nes jis 
geriausiai išnaudoja ontologijos saugojimo galimybes reliacin÷je duomenų baz÷je. 
4. Buvo sukurti du algoritmai, vienas iš jų atstato ontologiją iš reliacin÷s duomenų baz÷s, kitas 
– transformuoja SPARQL į SQL. Šie algoritmai leidžia vykdyti ontologijos užklausas, kai ji 
saugojama reliacin÷je duomenų baz÷je, neįkeliant visos ontologijos į kompiuterio darbinę 
atmintį. 
5. Realizuotų algoritmų testavimas su pavyzdine ontologija parod÷, kad algoritmai gerai veikia 
atrenkant klases, klasių individus ir objektų savybes. 
6. Atliekant eksperimentą su kelių tipų užklausomis ir didinant individų skaičių buvo 
nustatyta, kad sukurtas užklausų vykdymo metodas leidžia vykdyti užklausas greičiau negu 
jos vykdomos tekstiniame faile saugojamoje ontologijoje, nes į atmintį n÷ra įkeliami 
individai. Sukurto metodo privalumai ypač išryšk÷ja tada, kai individų skaičius auga.  
7. Sukurtas metodas buvo aprašytas dviejuose straipsniuose, kurie pateikiami prieduose. 
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