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PARTE 1, INTRODUCCIÓN 
 
1. PLANTEAMIENTO DEL PROBLEMA 
Actualmente el PLC (Controlador Lógico Programable) es uno de los dispositivos 
electrónicos más usados para el control de procesos industriales. Esto en gran parte se 
debe a su evolución tecnológica en la construcción y variedad de funcionalidades 
disponibles dependiendo su gama (alta, media o baja) [1]. La programación del PLC se 
puede realizar mediante varios lenguajes como: diagramas de escalera LD (Ladder 
Diagram), diagrama funcional de secuencias basado en GRAFCET SFC (Sequential 
Function Chart), lista de instrucciones IL (Instruction List), texto estructurado ST 
(Structured Text) y diagrama de bloques funcionales FBD (Function Block Diagram), 
todos ellos estandarizados en la norma IEC (International Engineering Consortium) 
61131-3 [2]. De los anteriores lenguajes, el LD es uno de los más utilizados por su 
simplicidad y similitud a los diagramas de circuitos eléctricos de contactos. Sin 
embargo, su complejidad aumenta considerablemente en el momento de diseñar 
sistemas con ciertas funciones específicas tales como la concurrencia, el sincronismo y 
la secuencialidad. Aunque no es imposible implementar dichos eventos en diagramas 
LD, según lo anterior resulta  más difícil para el diseñador idear y ajustar un diseño de 
forma ágil y sencilla [3]. 
Como una solución al diseño de programas de sistemas de control más complejos se ha 
implementado el GRAFCET (Graph Fonctionnel de Commande Etape-Transition, 
Gráfico Funcional de mando etapa-transición), el cual es un caso especial de las Redes 
de Petri (RdP), las cuales son una herramienta muy poderosa para el modelado de una 
gran variedad de sistemas entre los cuales se puede incluir los eventos concurrentes, 
secuenciales, discretos, estocásticos, entre otros. El GRAFCET puede programarse en 
un PLC de gama alta como por ejemplo el de la familia S7-1500 de Siemens, pero 
desafortunadamente no puede emplearse fácilmente en dispositivos de gama baja como 
el Zelio de Schneider Electric, ya que la mayoría de estos se programan sólo en LD y en 
FBD, y aunque algunos permiten programar GRAFCET, la interfaz de programación se 
limita a acciones muy básicas y no permite realizar las funcionalidades más interesantes 
de este lenguaje como lo son las denominadas acciones enriquecidas [4], las cuales 
permiten el uso de funciones especiales para condicionar el disparo de transiciones y/o 
evolución de etapas. De acuerdo a lo anterior, el GRAFCET permite una solución más 
flexible al diseñador pero a su vez lo obliga a tener una traducción a lenguaje escalera 
para implementarlo en la programación de los PLC que sólo manejen LD o FBD, por 
ello, surge la pregunta, ¿Es posible desarrollar una metodología para la implementación 
de GRAFCET enriquecido pero en lenguaje escalera?. 
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2. JUSTIFICACIÓN 
La implementación de aplicaciones de control industrial mediante el uso de los PLC 
debe ser lo más eficiente y económicamente posible, una forma de conseguirlo es 
verificando si la programación requerida en un PLC de gama alta puede realizarse en 
uno de gama inferior, es decir, que el diseñador del algoritmo pueda obtener un lenguaje 
escalera (LD) a partir de un GRAFCET o de Redes de Petri y programarlo en un 
controlador lógico más económico respecto a su primer opción.  
Como se mencionó en la sección anterior, las redes de Petri son una gran alternativa 
para los diseñadores de algoritmos de PLC ya que les permiten modelar un problema 
complejo de una manera relativamente sencilla, pero éstas no pueden programarse 
directamente en un PLC, y mucho menos en uno de gama baja. Lo mismo sucede con el 
GRAFCET, aunque actualmente existen algunos dispositivos de gama baja que 
permiten programarlo, el entorno de programación no está completo y no permite 
realizar las funcionalidades más interesantes de este lenguaje como lo son las 
denominadas acciones enriquecidas, las cuales son las que interesan en este proyecto. 
Actualmente se cuenta con algunas metodologías para la conversión de Petri a Escalera 
y de GRAFCET de acción normal a LD, pero no hay una que describa una traducción 
del GRAFCET enriquecido a Escalera, siendo esta conversión el propósito y lo 
interesante de este proyecto. En cuanto a la traducción Petri a LD hasta el momento se 
tiene que: 
 
 En [2] a partir de un sistema de producción industrial, se realiza una breve 
explicación de cómo obtener un LD desde una RdP y cómo implementarlo en un 
PLC del fabricante Rockwell Automation. 
  En [3] se menciona un método de conversión basado en el fundamento matemático 
y la evolución de marcas en la RdP construyéndose finalmente una aplicación en 
Matlab la cual realiza la traducción de una RdP a un LD. 
 
En cuanto al GRAFCET, [5] menciona una metodología de conversión para la 
implementación en los PLC gama baja, pero cabe resaltar que el documento no hace 
mención en cuanto al GRAFCET enriquecido. De acuerdo a lo anterior, por medio de 
este proyecto se quiere encontrar una metodología la cual permita realizar una 
conversión directa y/o indirecta de GRAFCET enriquecido a Lenguaje Escalera para un 
posterior uso en los PLC que sólo acepten LD y/o FBD, en este caso, los resultados 
encontrados se validarán en un PLC gama baja como el Zelio Logic de Schneider 
Electric u otro controlador lógico programable con software abierto, por ejemplo la 
interfaz Zeliosoft2 para el Zelio Logic es de uso libre y lo implementa la Universidad 
Tecnológica de Pereira en los laboratorios de Relevación Industrial del programa de 
Ingeniería Eléctrica. Al encontrarse dicha metodología se tendrán los siguientes 
beneficios:     
 Posibilidad de implementar el GRAFCET enriquecido en un PLC gama baja. 
 Reducción de costos en el PLC a emplear para un proyecto de control y 
automatización respecto a un controlador lógico que permita programar GRAFCET 
enriquecido directamente. 
 Posibilidad de una ampliación de los conceptos dados a los estudiantes en la materia 
de Relevación Industrial y su correspondiente laboratorio del programa de 
Ingeniería Eléctrica de la Universidad Tecnológica de Pereira.   
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3. OBJETIVOS 
 
3.1 OBJETIVO GENERAL 
 
Desarrollar una metodología para la conversión directa y/o indirecta de un GRAFCET 
enriquecido al lenguaje Escalera para la programación de un PLC.  
 
3.2 OBJETIVOS ESPECÍFICOS 
 
 Realizar una revisión bibliográfica acerca de metodologías de conversión 
GRAFCET a Escalera y Redes de Petri a Escalera. 
 
 Desarrollar un método para traducir GRAFCET enriquecido a Escalera ya sea de 
forma directa y/o indirecta. 
 
 Implementar y validar el método encontrado sobre alguna plataforma de desarrollo 
que emplee GRAFCET enriquecido y/o lenguaje Escalera. 
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PARTE 2, MATERIALES Y MÉTODOS 
 
4. LENGUAJE ESCALERA (LD) 
 
4.1 DEFINICIÓN, CONCEPTOS Y ELEMENTOS BÁSICOS 
 
El Lenguaje Escalera (Ladder) es uno de los lenguajes de programación más utilizados 
en los autómatas programables. Está basado en los antiguos automatismos cableados 
por medio de contactores. Gráficamente se representa por dos líneas verticales largas 
separadas, de forma que la de la izquierda representa tensión y la de la derecha, tierra. 
Entre dichas líneas verticales, se representan las ecuaciones lógicas por medio de 
contactos. Hay 3 tipos de elementos fundamentales [4]. 
Contacto normalmente abierto (NA): Representa un contacto que está abierto si la 
variable asociada vale 0, y que se cierra si la variable asociada vale 1. Se representa con 
dos líneas verticales paralelas. 
Contacto normalmente cerrado (NC): Representa un contacto que está cerrado si la 
variable asociada vale 0, y que se abre si la variable asociada vale 1. Se representa con 
dos líneas verticales paralelas cruzadas por una línea oblicua. 
Bobina: Representa el valor de una variable. Cada salida tiene asociada una bobina. Si 
esta bobina se encuentra activa por el diagrama de contactos, la salida está a 1, de lo 
contrario, la salida es cero. Además puede haber bobinas asociadas a variables internas 
(por ejemplo, las que representan cada etapa del proceso). Se representa mediante un 
círculo. 
En la Figura 4.1 se muestra un ejemplo de lenguaje Ladder implementando los 
elementos mencionados.   
 
 
Figura 4. 1. Ejemplo de Diagrama Ladder [4]. 
La interpretación del LD se hace de arriba hacia abajo y de izquierda a derecha, dónde 
una línea o escalón se define como la red o conjunto de contactores que están 
conectados a una bobina, ya sea para definir una salida o guardar un estado de memoria. 
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La función lógica implementada por los contactos de una red se suele denominar 
condición de activación, ya que cuando esta condición es 1, la variable de salida 
(bobina) asociada se activa. Hay una serie de reglas que se debe seguir para dibujar 
correctamente un diagrama de contactos. Algunas de ellas son [4]: 
 
 A la derecha de la bobina no puede haber contactos. 
 En una red puede haber varias bobinas en paralelo. 
 La conducción a través de los contactos solo se produce de izquierda a derecha 
 
4.2 USO DE INSTRUCCIONES Y/O FUNCIONES EN LD 
 
Los elementos básicos del lenguaje escalera solo permiten programar relaciones lógicas 
simples. Evidentemente esto no es suficiente para controlar un proceso complejo. 
Además de estos elementos hay otros que permiten implementar funciones más 
elaboradas. Se colocan en lugar de las bobinas simples, tal como se muestra en  la 
Figura 4.2. 
 
Figura 4. 2. Instrucción compleja en LD [4]. 
Algunas funciones complejas que se pueden implementar en lenguaje escalera son [4]: 
 
 Instrucción END. Indica el final del programa. 
 Temporizadores. 
 Contadores. 
 Instrucciones de salto. 
 Operaciones binarias (mover bytes, sumar, multiplicar, comparar, etc.). 
 Refresco de E/S. Permite refrescar las E/S cuando se desee, independientemente del 
refresco automático que se produce cada ciclo de scan. 
 Funciones matemáticas complejas (senos, cosenos, exponenciales). 
 Control de interrupciones. 
 Funciones especiales de comunicaciones (transmisión o recepción de datos). 
 
Dependiendo el software de programación del autómata programable, se encuentra o no 
disponible el uso de algunas de las funciones anteriores. Sin embargo, hasta los entornos 
de programación más básicos cuentan con temporizadores y contadores. 
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Temporizadores y contadores 
Un contador es un número que se incrementa (o decrementa) cada vez que hay un pulso 
en una variable (que puede ser una entrada o una variable interna). Un temporizador es 
un contador cuya entrada de cuenta es el reloj del sistema (una señal cuadrada de 
frecuencia constante). Normalmente, se utiliza escribiendo un valor inicial en él. El 
valor del temporizador va cambiando conforme cuenta los pulsos del reloj hasta que 
llega a su valor establecido, momento en que activa una variable de fin de 
temporización. De esta forma se pueden medir tiempos (se puede activar una salida 
durante un tiempo determinado, o esperar un tiempo determinado hasta activar una 
salida, o medir el tiempo transcurrido entre las activaciones de dos entradas, etc.) [4]. 
 
 
 
Figura 4. 3. Ejemplo de temporizador. 
Existen diversos tipos de temporizadores y contadores, y cada fabricante de autómatas 
tiene definidos los suyos. Por ejemplo, en la Figura 4.3 se muestra la implementación de 
un temporizador en el software ZelioSoft2 de Schneider Electric, donde al ponerse en 1 
lógico la entrada I1 se activa la función de temporización TT1, la cual al llegar a su 
valor de tiempo preestablecido hace que su contacto asociado T1 cambie su estado 
lógico permitiendo la activación de la bobina o posición de memoria M1.   
 
4.3 ENTORNOS DE PROGRAMACIÓN EN LD 
 
Cada fabricante de autómatas programables tiene su propia versión del lenguaje de 
diagrama de contactos. En general, un programa escrito para un autómata determinado 
no sirve para uno de otra marca. Las diferencias más importantes están en las 
instrucciones y funciones especiales, que cada fabricante implementa a su manera 
(especialmente temporizadores y contadores), aunque también hay diferencias en 
elementos más simples, como bobinas de enclavamiento [4]. 
La norma IEC 61131-3 surgió con el objetivo de establecer una sintaxis de 
programación estándar que permitiera programar un automatismo sin necesidad de 
recurrir a la sintaxis específica de ningún fabricante. El objetivo es que el programa 
escrito según la norma IEC 61131-3 se pueda utilizar directamente en cualquier 
autómata [4]. 
Cada vez son más los fabricantes cuyos sistemas de programación se acogen a este 
estándar. Además, recientemente han aparecido paquetes de software de programación 
de autómatas basados en este estándar, cuyo objetivo es poder realizar programas 
independientemente de la marca del autómata que se vaya a utilizar. El software 
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CoDeSys es una de esas aplicaciones universales de programación de autómatas. 
Evidentemente, para que la aplicación funcione, es necesario que el autómata sea capaz 
de ejecutar los programas realizados según el estándar. En la actualidad son ya muchos 
los fabricantes que disponen de autómatas compatibles con este tipo de herramientas de 
programación basadas en el estándar IEC 61131-3 [4]. 
Aunque hay una gran cantidad de software que permite programar LD, tres de los 
entornos de programación más utilizados son el ZelioSoft de Schneider Electric, el 
CLICK Programming Sofware de Automation Direct y el CoDeSys de la empresa 3S. 
En la Figura 4.4 se muestra el entorno de programación del software ZelioSoft2 para el 
PLC Zelio Logic de Schneider Electric. 
 
 
 
Figura 4. 4. Entorno de programación ZelioSoft2. 
En la Figura 4.5 se muestra el entorno de programación del software CLICK 
Programming Sofware para el PLC KOYO. 
 
 
 
Figura 4. 5.Entorno de programación CLICK Programming Sofware. 
En la Figura 4.6 se muestra el entorno de programación del software CoDeSys para el 
PLC FESTO. 
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Figura 4. 6. Entorno de programación de CoDeSys. 
 
 
5. REDES DE PETRI (RdP) 
 
5.1 DEFINICIÓN Y ELEMENTOS 
 
Las redes de Petri son una herramienta gráfica, debida a Carl Adam Petri, que se utiliza 
para representar fenómenos tales como la dinámica de eventos, la evolución en paralelo, 
la dependencia condicional (como la sincronización), la competencia por recursos, etc. 
Estos fenómenos aparecen frecuentemente en sistemas de producción, protocolos de 
comunicaciones, computadoras y redes de computadoras, software de tiempo real, 
sistemas de transporte, etc. Todos estos sistemas son conocidos en la actualidad como 
sistemas de eventos discretos [6], [7]. 
Las RdP se pueden representar en forma gráfica y en forma matemática, gráficamente se 
componen  por dos tipos de nodos, los lugares (simbolizados por un círculo) y las 
transiciones (representadas por una línea recta). Las flechas o arcos unen lugares con 
transiciones y viceversa, pero nunca elementos iguales. Tanto los lugares como las 
transiciones pueden tener varias flechas de entrada o de salida. Además, cada lugar 
puede tener una o varias marcas (representadas por puntos), las cuales definen el estado 
del sistema [4]. La representación matemática aunque puede utilizarse para sistemas 
sencillos permite también la implementación de sistemas más complejos cuyos modelos 
matemáticos son relativamente fáciles de programar en dispositivos autómatas mediante 
una representación matricial. En la Figura 5.1 se muestra los elementos básicos de una 
red de Petri. 
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Figura 5. 1 Elementos básicos de una Red de Petri [6]. 
 
Formalmente una RdP se define como una quíntupla PN ={P,T,F,W,Mo} donde P son 
los lugares, T  las transiciones, F  los arcos o flechas, W  los pesos y Mo es el marcado 
inicial. Los lugares corresponden a elementos pasivos que representan estados del 
sistema, pueden encontrarse activos o inactivos y están relacionados con estados de 
reposo, estados particulares, recursos disponibles, entre otros. P= {P1,P2,P3,…,Pn} es 
el conjunto finito de lugares de la red. Las transiciones son elementos activos, sirven 
como compuertas que conectan los diferentes lugares, están asociadas con 
receptividades que a su vez se relacionan a eventos que generan cambios en el estado 
del sistema. T= {T1,T2,T3,…,Tn} es el conjunto finito de transiciones de la red [6]. 
 
Los arcos son elementos de conexión, hay de dos tipos, arco que conecta desde lugar a 
transición y arco que conecta desde transición a lugar. No están asociados directamente 
a eventos del sistema, sólo indican las conexiones que modelan las secuencias de 
operación del mismo. ( )  ( )F P T T P     es el conjunto de arcos que definen el 
flujo de la red. Los pesos se asocian directamente a cada arco correspondiendo a un 
número entero en redes determinísticas y pudiendo corresponder a valores fraccionarios 
en redes estocásticas o probabilísticas, como su nombre lo indica caracterizan al arco 
con un peso determinado que se traduce en el caso de redes estocásticas a la 
probabilidad de darse un evento determinado, si un arco no muestra un peso específico, 
se entenderá que dicho arco es de peso igual a uno. { 1, 2,..., }W F W W Wk  es la 
función de peso. La marca o token es un elemento necesario en el modelado por RdP, 
ya que ésta se desplaza por los diferentes lugares activándolos con su presencia o 
inactivándolos con su ausencia, el marcado inicial corresponde a un conjunto con tantos 
elementos como lugares tenga la red, y cada uno de estos elementos indicará el número 
de marcas que tiene un lugar en el estado de reposo de la red. : {0,1,2,3,...}Mo P  es 
el marcado inicial de la red [6]. 
 
5.2 INTERPRETACIÓN DE LAS REDES DE PETRI 
 
 Las marcas representan recursos en el amplio sentido de la palabra. Pueden ser tanto 
recursos físicos, como recursos no materiales, tales como: información, mensajes, 
etc. 
 Los lugares es donde los recursos pueden esperar o almacenarse. 
 Las transiciones representan acciones que consumen recursos para luego 
transformarlos, o bien producir nuevos recursos. 
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 Los pesos de los arcos que van de un lugar a una transición, representan el número 
mínimo de recursos de la clase almacenada en dicho lugar que son necesarios para 
llevar a cabo la acción representada por la transición. 
 Los pesos de los arcos que van de una transición a un lugar representan el número 
de recursos de la clase que es almacenada en dicho lugar que son producidos al 
llevarse a cabo la acción que representa la transición. 
 El número total de marcas en una red de Petri no necesariamente debe conservarse 
ya que por ejemplo, una transición puede representar la operación de ensamblaje de 
un elemento complejo a partir de partes elementales, o bien inversamente, puede 
representar el desarme de un elemento complejo en partes elementales. También los 
mensajes pueden combinarse para producir uno nuevo (por ejemplo, sumar dos 
números) o un mismo mensaje puede enviarse a varios lugares. 
 
Dentro del enfoque clásico de las redes de Petri, la marca de la red de Petri es 
identificada como su estado. Los cambios de estados ocurren según las siguientes reglas 
de evolución [7]: 
 
 Una transición Ti puede dispararse o activarse (en dicho caso se dice que está 
habilitada) si cada lugar anterior a Ti contiene al menos tantas marcas como el peso 
del arco que los une. 
 Cuando una transición Ti es disparada o activada se elimina de cada lugar anterior a 
dicha transición tantas marcas como el peso del arco que los une. También se agrega 
a cada lugar posterior a Ti tantas marcas como el peso del arco que los une (ver 
Figura 5.2). 
 
 
Figura 5. 2. Evolución de una Red de Petri [7]. 
Una observación al considerar los pesos, es que en lugar de asociar estos a los arcos, se 
puede suponer que todos los arcos tienen peso uno; pero permitir varios arcos 
“paralelos” entre lugares y transiciones (ver Figura 5.3). 
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Figura 5. 3. Arcos paralelos en lugar de pesos en los arcos [7]. 
 
5.3 SIMPLIFICACIÓN DE REDES DE PETRI 
 
Este procedimiento se hace importante cuando se trata con redes de gran tamaño donde 
es conveniente realizar algún tipo de transformación hacia una red de menor tamaño que 
conserve las propiedades de la red inicial. Se presenta únicamente las transformaciones 
más simples basadas en un conjunto de reglas básicas [6]: 
 
En la Figura 5.4 se muestra la fusión de lugares en serie. 
 
Figura 5. 4.Fusión de lugares en serie [6]. 
En la Figura 5.5 se muestra la fusión de transiciones en serie. 
 
 
Figura 5. 5. Fusión de transiciones en serie [6]. 
En la Figura 5.6 se muestra la fusión de lugares paralelos. 
 
 
Figura 5. 6. Fusión de Lugares paralelos [6]. 
En la Figura 5.7 se muestra la fusión de transiciones paralelas. 
 
 
Figura 5. 7. Fusión de transiciones paralelas [6]. 
En la Figura 5.8 se muestra la eliminación de un lugar en auto-lazo. 
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Figura 5. 8. Eliminación de un lugar en auto-lazo [6]. 
En la Figura 5.9 se muestra la eliminación de una transición en auto-lazo. 
 
Figura 5. 9. Eliminación de una transición en auto-lazo [6]. 
 
 
5.4 CONVERSIÓN BÁSICA DE REDES DE PETRI A LD 
 
Aunque las Redes de Petri no son un lenguaje estandarizado de programación de 
automatismos si son la herramienta para modelarlos y analizar su comportamiento, 
dicho modelo puede ser posteriormente traducido a alguno de los lenguajes de 
programación estandarizados por ejemplo el LD (Ladder Diagram).  
 
Para la conversión básica de RdP a LD se tiene en cuenta las siguientes reglas [9]: 
 
 Cada lugar de la RdP tiene una variable booleana interna o externa en el LD. 
 Cada transición de la RdP denota una o dos sentencias, es decir, escalones en el 
diagrama de escalera. Como se observa en la Figura 5.10, el primer escalón del LD 
contiene una traducción de las condiciones de habilitación y un temporizador con el 
tiempo de conmutación d. El segundo escalón comprende la variable de salida del 
temporizador y la traducción del disparo, es decir, la ejecución de la transición. La 
traducción de una transición con disparo instantáneo es un caso especial de la 
traducción de la transición de tiempo no cero en la que se elimina el temporizador y 
ambos peldaños se combinan en un peldaño (ver Figura 5.11). 
 
 
Figura 5. 10. Traducción de la transición de tiempo no nulo de RdP a LD [9]. 
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Figura 5. 11. Traducción de la transición de tiempo cero de RdP a LD [9]. 
 
 Cada entrada o salida de lugar de una transición en RdP se traduce en entrada y una 
negación de una entrada en el primer peldaño de LD, respectivamente. Cada lugar 
de entrada de una transición, conectado a la transición con conexión negada, se 
traduce en entrada negada en el primer peldaño de LD. 
 Una secuencia de escalones en LD define la prioridad de disparo de transiciones 
RdP. Un escalón con traducción de disparo de la transición con mayor prioridad 
tiene que ser escrito en LD antes de los peldaños para otras transiciones 
concurrentes. Los intervalos de la transición traducida de tiempo no cero se deben 
escribir en un orden establecido. 
 La marca inicial M del modelo RdP se traduce en un peldaño de LD, que se ejecuta 
una sola vez en el primer ciclo del programa PLC y antes de otras declaraciones. 
 
Las Figuras 5.12 a la 5.16 muestran las traducciones de configuraciones sencillas de 
RdP a LD. 
 
Figura 5. 12. Traducción de transición de tiempo no nulo con n lugares de entrada y m 
lugares de salida de RdP en LD [9]. 
 
 
Figura 5. 13. Traducción de la transición de tiempo cero con n lugares de entrada y m 
lugares de salida de RdP  en LD [9]. 
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Figura 5. 14. Traducción de n transiciones de tiempo no cero con el mismo lugar de 
salida [9]. 
 
Figura 5. 15. Traducción de n transiciones de tiempo no cero con el mismo lugar de 
entrada [9]. 
 
Figura 5. 16. Traducción de transición de tiempo no cero con lugar de entrada negado 
[9]. 
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6. GRAFCET 
 
6.1 DEFINICIÓN Y ELEMENTOS 
 
GRAFCET es una herramienta de modelado de sistemas de eventos discretos que es un 
caso especial de las redes de Petri en el cual los lugares solo pueden tener una marca. Es 
una opción muy útil para representar sistemas con evoluciones simultáneas [4]. En los 
diagramas GRAFCET se cuenta con los siguientes elementos básicos: 
 
Etapas: se representan mediante cuadrados por lo general identificados con un número. 
Las etapas pueden estar activas o inactivas (con marca o sin ella). Si es una etapa inicial 
tiene doble cuadrado o un punto, en ese caso, se activa cuando se inicializa por primera 
vez el GRAFCET. En la Figura 6.1 se muestra la representación de una etapa inicial y 
una etapa normal [4]. 
 
Figura 6. 1. Representación de las etapas [4]. 
En un momento determinado, cada etapa puede tener una marca (representada por un 
punto) o no tenerla, indicando que la etapa está activa o no. El conjunto de marcas del 
GRAFCET (de etapas activas) define el estado del sistema. Las etapas se unen entre sí 
mediante las denominadas líneas de evolución que indican las conexiones entre etapas 
[4]. 
 
Acción asociada a una etapa: la acción asociada a una etapa se representa dentro de un 
rectángulo colocado a la derecha del cuadrado de la etapa uniéndose por medio de una 
corta línea recta. La acción consiste normalmente en la activación de una salida. Puede 
haber varias acciones a la vez. Una acción puede estar condicionada a una variable, en 
ese caso se representa con una línea perpendicular donde se incluye la variable adicional 
que debe estar activa para que se active la salida [4]. 
Normalmente, la acción se realiza (la salida permanece activa) mientras la etapa está 
activa. Sin embargo, puede haber acciones impulsivas, que se ejecutan una sola vez 
cuando se activa la etapa. La forma de indicar una acción impulsiva es incluir una flecha 
hacia arriba a la izquierda del rectángulo. Entre las acciones impulsivas se pueden 
encontrar [4]: 
 
 Poner a 1 una variable (SET). Dicha variable quedará a 1 hasta que otra acción 
impulsiva la ponga a 0 (RESET). No se debe utilizar este tipo de acción con una 
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variable de salida que esté definida en otra etapa como acción a nivel (que está 
activa mientras la etapa también lo está). 
 Poner a 0 una variable (RESET). Dicha variable quedará a 0 hasta que otra acción 
impulsiva la ponga a 1 (SET). 
 Incrementar un contador. 
 Decrementar un contador. 
 Cualquier evento que suponga ejecutar una rutina de programa, como enviar un 
mensaje, hacer un cálculo, darle un valor a una variable, etc. 
 
En la Figura 6.2 se muestran las acciones asociadas a una etapa. 
 
Figura 6. 2. Representación de las acciones asociadas a una etapa [4]. 
 
Transición y receptividad: una transición se representa por una pequeña línea 
horizontal y se sitúa siempre entre dos etapas. Tiene asociada una receptividad, que 
puede ser una condición lógica de nivel o de flanco. Cuando es de flanco, se representa 
con una flecha al lado de la condición (↑ si es de subida, ↓ si es de bajada). En la Figura 
6.3 se muestra una transición y una receptividad [4]. 
 
Arco o flecha: es una línea que une una transición con una etapa y viceversa. El sentido 
es siempre de arriba hacia abajo. Cuando el sentido es el inverso (de abajo arriba), se 
indica con una flecha. Ver Figura 6.3 [4].  
 
 
Figura 6. 3. Transición, receptividad y arco [4]. 
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6.2 NIVELES DE GRAFCET 
 
Un diagrama GRAFCET puede realizarse en 3 niveles: 
 
Nivel 1: En éste se describen las operaciones a realizar, sin mencionar sensores o 
accionadores [4]. En la Figura 6.4 se muestra un GRAFCET de nivel 1.  
 
Figura 6. 4. GRAFCET nivel 1 [8]. 
Nivel 2: Se describen las operaciones a realizar detallando las variables que se activan y 
que se leen del proceso (sensores y actuadores) [4]. En la Figura 6.5 se muestra un 
GRAFCET de nivel 2. 
 
Figura 6. 5. GRAFCET de nivel 2 [8]. 
Nivel 3: Se describen las variables del autómata programable que activan o leen las 
variables externas [4]. En la Figura 6.6 se muestra un GRAFCET de nivel 3. 
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Figura 6. 6. GRAFCET de nivel 3 [8]. 
 
6.3 REGLAS DE EVOLUCIÓN DEL GRAFCET 
 
Las reglas de evolución son las siguientes: 
 
Inicialización: en la inicialización del sistema se tienen que activar todas las etapas 
iniciales (marcadas con doble cuadrado o que contienen una marca o punto en su 
interior) y solo las iniciales [4]. El estado inicial del GRAFCET modela tanto el inicio 
del sistema (situación de accionamientos etc.) como el de su control (automatismo). Se 
corresponde habitualmente con el estado de reposo o de parada segura, estado en que 
debe encontrarse la planta en el momento de la puesta en marcha [8]. 
 
Evolución de las transiciones: una transición está validada si todas las etapas 
inmediatamente anteriores están activas. Si además de estar validada, la receptividad 
asociada es cierta, se dice que la transición es franqueable. Una transición franqueable 
es disparada (franqueada) inmediata y obligatoriamente [4]. 
 
Evolución de las etapas: cuando se dispara una transición, todas las etapas 
inmediatamente anteriores se desactivan y simultáneamente se activan todas las 
posteriores [4]. 
 
Simultaneidad en el disparo: si dos transiciones se disparan al mismo tiempo, las 
activaciones y desactivaciones de etapas se producen de forma simultánea [4]. Esta 
regla permite definir la evolución de los GRAFCET estructurados complejos 
compuestos por otros GRAFCET, macroetapas, etc. [8] 
 
Prioridad de la activación: si en el disparo de una transición, una etapa debe activarse 
y desactivarse a la vez, quedará activa. En la Figura 6.7, si la receptividad b es cierta, 
hay que volver a la etapa 2. Cuando eso ocurre, se debería desactivar y activar la etapa 2 
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simultáneamente. Si no se cumpliera la regla de “prioridad de la activación”, el 
GRAFCET se quedaría sin ninguna etapa activa [4]. 
 
Figura 6. 7. Ejemplo de prioridad en la activación [4]. 
Estados estables e inestables: un estado de un GRAFCET es estable cuando no cambia 
ninguna etapa mientras no haya cambios en las entradas. Un estado es inestable si se 
produce alguna evolución de etapas sin que cambie ninguna entrada (ver Figura 6.8). 
Los estados inestables duran muy poco tiempo, pues rápidamente pasan al estado 
siguiente [4]. 
 
 
Figura 6. 8. GRAFCET con estados inestables [4]. 
 
6.4 ESTRUCTURAS DE REPRESENTACIÓN EN GRAFCET 
 
Las estructuras más básicas que se utilizan en el diseño de automatismos con 
GRAFCET son: 
 
Secuencia: es una sucesión alternada de etapas y transiciones. Representa una serie de 
operaciones secuenciales. Se dice que una secuencia está activa si lo está alguna de sus 
etapas [4]. En la Figura 6.9 se muestra un ejemplo de esta estructura. 
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Figura 6. 9. Ejemplo de una estructura de secuencia [4]. 
Divergencia y convergencia en O: cuando se presenta la situación de que, llegados a 
un cierto estado, se debe tomar una decisión con respecto a si el sistema debe 
desplazarse a una etapa o a otra, esto se conoce como “divergencia en O” e implica dos 
o más caminos posibles para el sistema. Los caminos paralelos que se generan con la 
existencia de una divergencia en O tienen que reunirse más adelante en el diagrama por 
medio de la “convergencia en O”, ya sea porque todos lo hacen al mismo tiempo o 
porque lo van realizando progresivamente. En la Figura 6.10 se muestra una sección de 
un GRAFCET con una estructura de “divergencia y convergencia en O”. Cuando el 
sistema se encuentra en la etapa 4, si se satisface la transición TR45, el sistema se 
traslada a la etapa 5, si más bien es TR46 quien se cumple, el sistema se moverá a la 
etapa 6 (TR45 y TR46 deben ser mutuamente excluyentes). Por su parte, a la etapa 7 se 
puede llegar desde la 5, una vez satisfecha TR57, o desde la 6, previo cumplimiento de 
TR67 [5]. 
 
 
Figura 6. 10. Estructura de divergencia y convergencia en O [5]. 
Divergencia y convergencia en Y: otra situación que se presenta consiste en que, 
superada una cierta etapa, se deben emprender caminos simultáneos o concurrentes, que 
se van desarrollando independientemente, hasta que vuelven a reunirse más adelante. 
Cuando surgen estos caminos simultáneos, se dice que se está en presencia de una 
“divergencia en Y”, y cuando vuelven a reunirse dichos caminos, se presenta una 
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“convergencia en Y”. La Figura 6.11 muestra un diagrama con una divergencia y una 
convergencia en Y; en ella se puede observar cómo estas divergencias y convergencias 
se señalan con doble trazo. Cuando el sistema se encuentra en la etapa 4 y se satisface la 
transición TR456, se activan simultáneamente las etapas 5 y 6. Posteriormente, para que 
el sistema llegue a la etapa 9, es necesario que se encuentre en la etapa 7, pero también 
en la 8, y que, además, se satisfaga la transición TR789 [5]. 
 
Figura 6. 11. Estructura de divergencia y convergencia en Y [5]. 
Saltos condicionales: es un caso particular de divergencia O donde la acción de control 
se salta algunas etapas concatenadas en una estructura serie si se valida un evento 
determinado. Expresa acciones de control alternativas que incluyen etapas de la misma 
estructura serie. En consecuencia los arcos que las representan no tienen etapas 
explícitamente asociadas. El salto representado en el ejemplo de la figura 6.12 impide 
que se ejecuten las etapas 2 y 3 si se verifica c2. Gráficamente, un salto puede verse 
como un arco desprovisto de etapa que se incorpora a una secuencia y que evita la 
ejecución de alguna o algunas de sus etapas [8]. 
 
Figura 6. 12. Estructura de salto condicional [8]. 
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Repeticiones: es otro caso particular de divergencia O donde existe un camino que 
conecta una etapa con otra que le precede en una estructura serie. El sentido del camino 
(ascendente) debe señalarse explícitamente mediante una punta de flecha. En la Figura 
6.13 se muestra un ejemplo de esta estructura [8]. 
 
 
Figura 6. 13. Estructura de repetición [8]. 
 
6.5 NORMAS ESPECIALES DE REPRESENTACIÓN GRAFCET 
 
Fin de secuencia mediante etapa sumidero: una etapa sumidero es aquella que no está 
conectada posteriormente con ninguna transición. En tal caso, la desactivación solo es 
posible bien existe una orden de forzado, bien forma parte de un encapsulamiento que 
se desactiva. Se utiliza típicamente para definir estados de defecto. En la Figura 6.14, la 
etapa 3 es una etapa sumidero que indica un estado de defecto de un cilindro que ha 
tardado más de 5 segundos en comprimirse [8]. 
 
 
Figura 6. 14. Ejemplo de fin de secuencia mediante etapa sumidero [8]. 
 
Comienzo de una secuencia con una transición fuente: la transición fuente puede 
verse como una transición convencional conectada a una etapa que permanece siempre 
activa. La Figura 6.15 muestra un ejemplo, donde a la izquierda se emplea una 
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transición fuente y a la derecha se emplea un divergencia Y para mantener siempre 
activada la etapa 0 que la precede. Observe que siempre que se verifique la receptividad 
la etapa 1 estará activada. Para evitar que permanezca permanentemente activa se 
recomienda usar flancos en las receptividades de transiciones fuente (f↑) [8]. 
 
Figura 6. 15. Transición Fuente (Izquierda) y GRAFCET equivalente (Derecha) [8]. 
 
Finalización de una secuencia con una transición sumidero: una transición pozo o 
sumidero es una transición que no tiene ninguna etapa que la sucede. Se emplea para 
desactivar etapas. La Figura 6.16 es un ejemplo tipo de uso de transiciones fuente y 
sumidero combinados para representar una máquina transfer de 3 puestos. Las etapas 1, 
2 y 3 están al inicio desactivadas. Cuando se detecta una pieza en la posición de entrada 
y se pulsa el accionador del elemento de transporte, la pieza entra en la máquina 
(activación de la transición fuente). Una vez que ha entrado, cada nueva pulsación hace 
que la pieza atraviese los diferentes puestos hasta llegar a la etapa 3 que se desactiva 
mediante la transición sumidero al final. Observe que es posible que las tres etapas estén 
activas simultáneamente si llegan nuevas piezas a la entrada de la máquina y las que 
están dentro no han terminado su procesamiento [8]. 
 
 
Figura 6. 16. Transiciones fuente y sumidero para modelar el grado de ocupación de una 
máquina tránsfer [8]. 
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Acciones y receptividades temporizadas: existen varias formas estándar de 
representar la medición de tiempos en GRAFCET, aunque hay dos formas que son las 
más utilizadas. Una de las posibles notaciones tiene la forma: t / Número de etapa / 
tiempo (s). Por ejemplo: t/4/2s es una señal de temporizador que se activa dos segundos 
después de que se active la etapa 4. Esta señal permanece activa hasta que se desactive 
la etapa 4, momento en que se desactivará la señal de temporización [4]. 
La otra posible notación es la utilizada por la norma IEC848: t1/ Variable / t2. La 
variable puede ser cualquiera (también una etapa). Por ejemplo: 5s/X4/3s es una señal 
que se activa 5 segundos después de hacerlo la variable X4, y que se desactiva 3 
segundos después de hacerlo X4. Las condiciones de temporización se suelen utilizar en 
las receptividades, para lograr que una etapa esté activa durante un tiempo determinado. 
En ese caso, las dos notaciones tienen un efecto similar como se puede apreciar en la 
Figura 6.17 [4]: 
 
 
Figura 6. 17. Representación de transiciones temporizadas [4]. 
También se pueden utilizar las condiciones de temporización para condicionar una 
salida, tal como se observa en la Figura 6.18 [4]: 
 
 
Figura 6. 18. Temporización en las salidas [4]. 
 
6.6 REPRESENTACIÓN DE ACCIONES SEGÚN IEC848 
 
La acción normal asociada a una etapa (acción de nivel) representa una variable que 
estará activa mientras esté activa la etapa. La norma IEC848 contempla otro tipo de 
acciones, además de la acción normal. Se representan con una letra a la izquierda del 
rectángulo de la acción [4].  
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D: Acción retardada (Delayed): se activa un tiempo después de la activación de la 
etapa. Ésta se puede representar también con una acción normal y un temporizador [4]. 
En la Figura 6.19 se muestra la acción D (izquierda) junto con su comportamiento en el 
tiempo (derecha).  
 
 
Figura 6. 19. Acción D (izquierda) y su comportamiento en el tiempo (derecha) [8]. 
L: Acción limitada en tiempo: se activa en cuanto lo hace la etapa, pero solo está 
activa un tiempo limitado. Se puede representar también con temporizadores. En la 
Figura 6.20 se muestra la acción L (izquierda) junto con su comportamiento en el 
tiempo (derecha) [4]. 
 
 
Figura 6. 20. Acción L (izquierda) y su comportamiento en el tiempo (derecha) [8]. 
P: Acción pulso: se activa cuando lo hace la etapa, y dura un pulso muy corto. En la 
práctica, el pulso debería ser suficiente para producir el efecto deseado. El 
inconveniente de esta notación es que la duración del pulso queda indefinida. Para 
representar ese tipo de acción se recomienda utilizar una acción a nivel y un 
temporizador que defina el tiempo que debe estar activa. En la Figura 6.21 se muestra la 
acción P (izquierda) junto con su comportamiento en el tiempo (derecha) [4]. 
 
 
Figura 6. 21. Acción P (Izquierda) y su comportamiento en el tiempo (derecha) [8]. 
S: Acción memorizada (SET): se activa cuando lo hace la etapa, y no se desactiva 
aunque lo haga ésta. Para desactivarse se necesita otra acción memorizada (de RESET, 
R) en una etapa posterior. Este tipo de acción se puede representar como una acción 
impulsiva en la que se pone a 1 una variable (si la acción es de SET), o a 0 (si la acción 
es de RESET). En la Figura 6.22 se muestran las acciones S y R (izquierda) junto con su 
comportamiento en el tiempo (derecha) [4]. 
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Figura 6. 22. Acciones S y R (izquierda) y su comportamiento en el tiempo [8]. 
 
6.7 GRAFCET ENRIQUECIDO 
 
Un GRAFCET enriquecido puede definirse como aquel en que el disparo de sus 
transiciones y/o la evolución de sus etapas realizan acciones especiales como por 
ejemplo la coordinación y/o jerarquización de varios GRAFCET permitiendo en los 
automatismos la implementación de paradas de emergencia, funcionamientos paso a 
paso, ciclo a ciclo, entre otros. Las acciones enriquecidas hacen del GRAFCET una 
herramienta flexible para el diseño de automatismos complejos ya que permite 
implementar estructuración por medio de macroetapas, GRAFCET parciales y  
GRAFCET forzados.  
 
6.7.1 Macroetapas 
 
Cuando una secuencia de operaciones se utiliza varias veces, se puede definir una 
macroetapa, que representa toda la secuencia. Se representa gráficamente como un 
cuadrado con líneas horizontales dobles. Tienen siempre una sola etapa de entrada y una 
sola etapa de salida [4]. En la Figura 6.23 se muestra un ejemplo de una macroetapa. 
 
 
Figura 6. 23. Ejemplo de una macroetapa [4]. 
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Se destacan las siguientes consideraciones de la norma IEC 60848 [8]: 
 
 Se admite que el GRAFCET parcial por expansión de una macroetapa tenga más de 
una etapa fuente inicial. 
 Se admite anidamiento de macroetapas (una dentro de otra)  sin ninguna restricción 
en cuanto a número. 
 
 
6.7.2 Grafcet parciales 
 
La complejidad de los sistemas automatizados hace que sea necesario la 
descomposición del modelo GRAFCET en partes, donde cada una se denomina 
GRAFCET parcial. La Figura 6.24 muestra un ejemplo de la descomposición de un 
diagrama global en dos GRAFCET parciales G1 y G2. Donde G1 representa un pistón 
que se expande y se comprime, y G2 representa una luz que avisa de que se ha 
producido el estado de defecto (etapa 3 de G1 activa) [8]. 
 
 
 
Figura 6. 24. Ejemplo de GRAFCET parciales a partir de un GRAFCET global [8]. 
 
En la Figura 6.24, se observa que ambos diagramas son conexos (todos los elementos en 
cada uno están conectados) y que G2 se compone de una etapa fuente y una etapa pozo, 
activándose esta última cuando la etapa 3 de G1 está activa. Este tipo de coordinación se 
denomina coordinación horizontal ya que ambos diagramas están a un mismo nivel de 
mando [8]. 
Para referenciar las etapas en los diagramas parciales se tienen en cuenta los siguientes 
símbolos [8]: 
 
 G<Número de GRAFCET parcial> (ó G<N> para simplificar): Referencia un 
GRAFCET parcial. 
 G<N>{listado de etapas activas}: Indica el conjunto de etapas activas del 
GRAFCET parcial en el instante actual. 
 G<N>{*}: Indica la situación actual del GRAFCET en el estado considerado. 
 G<N>{ }: Indica que todas las etapas están desactivadas. 
 G<N>{INIT}: Indica que el GRAFCET se encuentra inicializado (todas sus etapas 
iniciales están activas y sólo éstas). 
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Por ejemplo G7{1,5,7} indica que el GRAFCET parcial de nombre 7 tiene las etapas 1, 
5 y 7 activas y sólo éstas [8]. 
 
 
6.7.3 Forzado de Grafcet 
 
En el diseño de un automatismo se puede utilizar varios GRAFCET parciales, donde 
por medio de uno de ellos se puede forzar a activar o desactivar una etapa de otro. Esta 
acción especial se representa dentro de un rectángulo de líneas discontinuas con la 
forma F/GRAFCET a forzar:{acción de forzado}. Por ejemplo en F/G3:{4,7}, se 
fuerza las etapas 4 y 7 del GRAFCET G3, el cual permanecerá con esas etapas activas 
(y el resto inactivas) mientras el GRAFCET principal tenga activa la etapa que produce 
el forzado. Hay otras dos órdenes de forzado, por ejemplo en F/G2:{} se desactivan 
todas las etapas de G2 y en F/G5:{*} el GRAFCET G5 permanece congelado en las 
etapas que tuviera activas [4]. 
 
La acción especial de forzado de otro GRAFCET también puede ser impulsiva, 
indicándose con una flecha (ver la Figura 6.25). En este caso, cuando se activa la etapa 
2, se activan las etapas 4 y 7 del GRAFCET 3, pudiendo después evolucionar 
libremente este GRAFCET aunque permanezca activa la etapa 2 [4]. 
 
 
 
Figura 6. 25. Ejemplo de forzado impulsiva [4]. 
Cuando se utilizan varios GRAFCET, puede definirse una jerarquía entre ellos, la cual 
se puede establecer por medio de las órdenes de forzado: el GRAFCET jerárquicamente 
superior (maestro) fuerza al GRAFCET inferior (esclavo). En la Figura 6.26, G1 es el 
maestro, que fuerza la activación de la etapa 2 del esclavo G2 [4]. 
 
 
Figura 6. 26. Ejemplo de GRAFCET forzado [4]. 
 
El forzado de GRAFCET cumple las siguientes reglas [4]: 
 
 El forzado es prioritario respecto de cualquier otra evolución (sea de activación o de 
desactivación). 
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 Las reglas de evolución del GRAFCET no se aplican a un GRAFCET que 
permanezca forzado. En la Figura 6.26, mientras G1 permanezca en la etapa 4, G2 
permanecerá con la etapa 2 activa y la 3 inactiva, independientemente de las 
entradas. 
 
Cuando se utilizan varios GRAFCET jerarquizados con acciones de forzado se debe 
tener en cuenta lo siguiente [4]: 
 
 Si un GRAFCET puede forzar a otro, éste no puede forzar al primero. 
 Un GRAFCET no puede ser forzado en ningún instante por más de un GRAFCET a 
la vez. 
 No debe haber bucles en el forzado (G1 fuerza a G2, G2 fuerza a G3 y G3 fuerza a 
G1), pues podría dar lugar a un funcionamiento inestable. 
 
Se puede utilizar la jerarquía entre los GRAFCET para tener en cuenta los diferentes 
modos de funcionamiento del proceso (manual, automático, ciclo a ciclo, test, 
procedimiento de arranque, procedimiento de parada) y las emergencias. Se puede 
utilizar, por ejemplo, un GRAFCET maestro que controla el modo en el que se 
encuentra el proceso, y varios GRAFCET subordinados que implementan el control del 
proceso en esos modos [4]. 
 
6.8 CONVERSIÓN BÁSICA DE GRAFCET A LD 
 
En todos los casos, desde el punto de vista de la programación de un PLC, se asocia una 
variable interna (1 bit) a cada etapa (el bit será 1 si la etapa está activa y 0 en caso 
contrario). Las ecuaciones lógicas que forman el programa se encargarán de ir 
modificando los valores de esos bits, que definen las etapas activas, en función del valor 
que van tomando las entradas y del valor que tienen esas mismas etapas, cumpliendo en 
todo momento las reglas de evolución del GRAFCET. Las ecuaciones lógicas que 
forman el programa también se encargarán de definir el valor que deben tomar las 
salidas en función del valor de las etapas y de las entradas [4]. 
 
Las pautas a tener en cuenta para la programación de GRAFCET en un PLC mediante el 
lenguaje escalera son las siguientes [4]: 
 
1. Inicialización de las etapas iniciales mediante el bit de inicio: Este bloque sólo se 
debe ejecutar una vez en el primer ciclo de scan (cuando se leen los estados de entrada, 
se ejecuta el programa y se actualizan las salidas en el PLC). En este bloque se ponen a 
1 las etapas iniciales de todos los GRAFCET, poniéndose a 0 las demás (si se desea 
garantizar siempre la condición de reposo en los GRAFCET). 
2. Detección de flancos: Se detectan tanto de las entradas que dan lugar a transiciones 
por flanco como de las etapas que tienen acciones impulsivas asociadas. 
3. Desactivación/activación de las etapas: Se tienen en cuenta las etapas 
anteriores/posteriores a las transiciones franqueables. En este bloque es donde se 
modifican las etapas, produciéndose la evolución del GRAFCET. 
4. Definición de temporizadores y contadores: Se incluyen las funciones que definen 
los contadores y temporizadores utilizados. 
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5. Activación de las salidas: Se ponen a 1 las salidas (acciones a nivel) asociadas a las 
etapas que están activas, se incluye también las acciones impulsivas, como por ejemplo, 
incrementar un contador. Esas acciones se deben ejecutar condicionadas al flanco de 
subida de la etapa correspondiente. 
 
La Figura 6.27 muestra la traducción básica de transiciones y etapas GRAFCET a LD. 
 
 
Figura 6. 27. Representación básica en LD de las transiciones y etapas GRAFCET [4]. 
Si se trata de una acción impulsiva (por ejemplo incrementar un contador), la condición 
de activación debe ser el flanco de subida de la etapa, que se genera con un contacto de 
pulso. Por ejemplo en la Figura 6.28, si la etapa E3 tiene asociada la acción impulsiva 
de incrementar la variable X, habría que incluir la detección del flanco de E3 (parte 
izquierda de la Figura 6.28), mientras que en la salida se pondría la acción impulsiva 
condicionada al flanco (parte derecha) [4]. 
   
 
Figura 6. 28. Detección de flanco (izquierda) y acción condicionada por flanco 
(derecha) [4]. 
Las pautas anteriormente descritas sirven para problemas sencillos que se resuelven 
normalmente con un solo GRAFCET. El ejemplo de la Figura 6.29 sirve de muestra de 
este tipo de implementación [4]. 
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Figura 6. 29. Ejemplo 1, GRAFCET a LD. Control de cilindro neumático. [4]. 
Ejemplo 1: Sea el cilindro de la Figura 6.29. Inicialmente se supone que el cilindro está 
en la posición más a la izquierda. Al pulsar P se debe mover hacia la derecha hasta que 
se active el detector C, para volver después a la izquierda. Si se pulsa Q debe hacer lo 
mismo, pero esperando 1 segundo antes de empezar a moverse, y llegando a D en lugar 
de C, para mover el cilindro se actúa sobre las electroválvulas A y R. 
 
 
Figura 6. 30. GRAFCET que resuelve el ejemplo 1 [4]. 
En la Figura 6.30 se muestra una posible solución al problema descrito, donde se utiliza 
una estructura de divergencia y convergencia en OR. En las Figuras 6.31 y 6.32 se 
muestra la implementación en LD del GRAFCET mencionado utilizando el software 
CoDeSys, en el cual por cuestiones de sintaxis la variable R se denominó RE y Q se 
declaró como Q1. Cabe mencionar que originalmente en [4] el ejemplo se implementó 
en el PLC CQM1 de la empresa Omron por medio del software CX-Programmer.  
En la Figura 6.33 se muestra la HMI (Interfaz Hombre máquina) del ejemplo 1, la cual 
se hizo en el software CoDeSys y consta de pulsadores de entrada y luces LED de salida 
para simular el comportamiento del sistema. En la Figura 6.33, se muestran cuatro 
etapas (numeradas del 1 al 4) para comprobar el funcionamiento del sistema en el caso 
en que se presiona P haciendo que se activen las etapas E0, E1 y E2 para luego volver al 
estado inicial E0 cuando se presiona I. 
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Figura 6. 31. Programación en LD del ejemplo 1, parte 1. 
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Figura 6. 32. Programación en LD del ejemplo 1, parte 2. 
 
1 2
3 4
 
 
Figura 6. 33. HMI del ejemplo1  y evolución del sistema. 
El método explicado anteriormente de programar GRAFCET  por medio de LD en los 
PLC funciona bien y es flexible siempre que [4]: 
 
 No existan transiciones que puedan desactivar y activar a la vez una etapa. 
 No haya transiciones que dependan de etapas. 
 No haya varios GRAFCET. 
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PARTE 3, METODOLOGÍA 
 
7. CONVERSIÓN DE GRAFCET ENRIQUECIDO A LD 
 
En la sección anterior se mostró un método para la conversión de GRAFCET básico a 
LD por medio de funciones SET y RESET, el cual según [10] también puede ser 
conocido como “conversión por medio de funciones primitivas”. Aunque dicho método 
funciona muy bien con diversas configuraciones de GRAFCET, se hace complejo y 
poco flexible para el programador cuando aparecen GRAFCET parciales y transiciones 
que provocan inestabilidad de etapas. Es por ello, que según [4] y [10] se debe manejar 
funciones especiales que junto al SET y RESET hacen posible la representación de 
GRAFCET más complejos, dichas funciones generalmente consisten en bloques que 
permiten comparar, copiar y manejar secuencias de bits, realizar saltos dentro del 
programa y asignar conjuntos de bits con valor cero o uno.  Cabe mencionar que la 
disponibilidad de las funciones especiales y su forma de uso dependen del fabricante de 
PLC, por ejemplo, en [4] se utilizan las funciones JUMP para realizar saltos y MOV 
para asignar valores de bits permitiendo una posterior copia y desplazamiento de los 
mismos.  
En esta sección se hará uso de algunas funciones especiales del programa CLICK 
Programming Software de Automation Direct para realizar la conversión de GRAFCET 
enriquecido al lenguaje escalera, dichas funciones son el Shift Register, Copy Single y 
Copy Unpack, donde las dos últimas son recomendadas en [11] para realizar algunas 
acciones de GRAFCET Forzado. A continuación se explica brevemente cada uno de los 
bloques mencionados y se plantea una metodología para traducir y programar 
GRAFCET enriquecido a LD en el PLC CLICK de Automation Direct. 
 
Shift Register (Registro de desplazamiento) 
 
Es un bloque el cual controla el encendido o apagado de un rango de bits definidos por 
el usuario, dicho control se realiza por medio de tres pines (Data, Clock y Reset) y se 
define desde dos bits en adelante. Ver Figura 7.1. 
 
 
Figura 7. 1. Bloque Shift Register [Tomado de la ayuda Click Programming Software]. 
En la Figura 7.1, las variables X001 a la X003 son entradas que sirven para otorgar los 
pulsos requeridos por los pines del registro de desplazamiento. El primer pin (Data), 
contiene la condición o conjunto de condiciones que permiten activar el primer bit del 
bloque, en este caso C2 (que es un espacio de memoria). El segundo pin (Clock) 
consiste en la condición o conjunto de condiciones que permiten realizar el 
desplazamiento de bits con la activación y desactivación de los bits definidos en el 
 35 
bloque, dicha definición se realiza desde los letreros Start hasta End, en este caso el 
desplazamiento se hace desde el bit C2 hasta C7 en pasos de uno cada vez que hay un 
pulso en Clock. El último pin corresponde al Reset del bloque de función llevando todos 
los bits a cero para su posterior reinicio. En la Figura 7.2 se muestra el diagrama de 
tiempos para el bloque de registros de desplazamiento. 
 
 
Figura 7. 2. Diagrama de tiempos del Registro de desplazamiento [tomado de la ayuda 
de Click Programming]. 
 
En la Figura 7.2 se observa que el registro de desplazamiento puede usarse para 
representar un comportamiento de activación y desactivación secuencial dependiendo la 
forma en que se usen los pulsos hacia los pines del bloque. En este caso definir el 
bloque desde C2 hasta C7 hará que se obtengan activaciones y desactivaciones desde 
C2 hasta C7 (orden ascendente de bits), y si el registro se define desde C7 a C2 se 
obtendrá un desplazamiento descendente de bits.  
 
Copy Single (Copia única) 
 
Es un bloque de función el cual copia el estado o contenido de una variable en otra por 
medio de la acción de un pulso de entrada. Por ejemplo, en la Figura 7.3 por medio del 
pulso provocado por X001 se copia el estado lógico del bit fuente C3 (ubicado en Src, 
source) y se pega en el bit destino C6 (Des, Destination).  
 
 
 
Figura 7. 3. Función Copy single. 
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Copy Unpack (Desempaquetar copia) 
 
Este bloque consiste en enviar el valor de una variable (Source) hacia un conjunto de 
datos (Destination) por medio de la activación de un pulso de entrada. En la Figura 7.4 
se muestra un ejemplo del bloque Copy Unpack, donde un pulso de X001 hace que el 
valor de cero lógico presente en el formato Hexadecimal DH1 se envié hacia cada bit 
desde C4 hasta C7, en otras palabras, se ponen a cero todos los bits ubicados entre C4 y 
C7. 
 
 
Figura 7. 4. Bloque Copy Unpack. 
7.1 MÉTODO DE CONVERSIÓN PARA ESTRUCTURAS SECUENCIALES, 
DIVERGENTES Y CONVERGENTES  
 
El bloque Shift Register puede utilizarse para representar una estructura de GRAFCET 
secuencial ya que la activación y desactivación de los bits de la función pueden 
configurarse para cumplir las normas de evolución requeridas. También se pueden 
combinar varios de estos bloques para obtener estructuras divergentes y convergentes. 
 
7.1.1 Estructuras secuenciales  
 
Para representar una estructura o sección secuencial de un GRAFCET en CLICK 
Programming Software se debe tener en cuenta el siguiente algoritmo: 
 
 Definir la inicialización del programa, la cual debe contener las condiciones 
necesarias para que se activen sólo las etapas iniciales, en este caso se ponen las 
demás etapas como contactos negados y funciones SET para activar las etapas 
requeridas. Como forma de cumplir con la recomendación de [12], antes de las 
condiciones negadas, puede ponerse un contacto normalmente abierto de inicio 
automático (el cual lo traen algunos software de PLC) para que se activen las etapas 
iniciales una vez se ponga el PLC en modo RUN. 
 Conectar el bloque Shift Register al diagrama escalera y definir la cantidad de 
etapas a manejar en estricto orden (se recomienda de forma ascendente). 
 Agregar las condiciones de activación para el pin Data del bloque Shift Register, 
dichas condiciones principalmente consisten en un contacto abierto asociado a la 
etapa inicial del GRAFCET y la condición de la transición a la etapa posterior. Ver 
Figura 7.5. 
 Desactivar con una función RESET a la etapa inicial (se hace fuera de la función 
de registro de desplazamiento). Esto se hace para que el bloque Shift Register 
reconozca una señal de pulso en su pin Data y permita así la evolución de las etapas. 
Ver Figura 7.5. 
 Asociar las demás condiciones de evolución al pin Clock  del bloque Shift 
Register, las cuales corresponden a las transiciones restantes que se combinan en 
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una estructura OR la cual activa una bobina (esto se hace fuera del bloque) y cuyo 
contacto asociado normalmente abierto se conecta al pin mencionado. Ver Figura 
7.5. 
 Definir una condición para el pin Reset de la función de registro de 
desplazamiento. Esto se puede hacer con una entrada del PLC que no se use, pero se 
debe definir obligatoriamente ya que de lo contrario surgirán problemas de 
compilación. 
 Reactivar con una función SET a la etapa inicial. Esta acción se debe realizar por 
medio de la etapa final de la estructura programada y con la condición asociada a la 
transición final del GRAFCET secuencial. Ver Figura 7.5. 
 Definir contadores, temporizadores y/o cualquier otro bloque diferente al Shift 
Register. 
 Agregar las condiciones para las variables de salida.    
 
Data
End
Start
Clock
Reset
Cn
Cm
TRANSn-1
ACTClock
ACTReset
(RESET Cn-1)
Cn-1
Cn
TRANSn-1Cn-1
TRANSnCn
(ACTClock)
TRANSn+1Cn+1
TRANSn+2Cn+2
TRANSm-1Cm-1
TRANSmCm
(SET Cn-1)
TRANSmCm
 
Figura 7. 5. Representación general para la programación de un bloque Shift Register. 
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Cabe mencionar que la metodología de programación descrita tiene en cuenta la opción 
de remanencia en las variables que se manejan en el software (en este caso sólo las 
etapas), permitiendo que cuando haya un fallo en la alimentación del PLC y al momento 
de reestablecer la misma, el proceso programado retorne a su última etapa.  
La Figura 7.5 muestra la representación general para la programación de un bloque Shift 
Register, la cual permite deducir algunas ecuaciones para la evolución de las etapas de 
un GRAFCET secuencial que puede asociarse a una macroetapa si se desea o no 
(dependiendo de cómo se represente el GRAFCET a programar). Las ecuaciones son las 
siguientes: 
 
              ( 1)( 1)Cn Cn TRANSn                             (1) 
     
   1 ( )( )(  1)Cn Cn TRANSn RESET Cn                   (2) 
 
            2 ( 1)( 1)Cn Cn TRANSn                          (3) 
 
            ( 1)( 1)Cm Cm TRANSm                            (4) 
 
En las ecuaciones de la (1) a la (4), la letra C corresponde a una etapa de GRAFCET, 
por lo que Cn-1 es la etapa inicial, Cn es la primer etapa del bloque de registro de 
desplazamiento y Cm es la etapa final del mismo. La variable TRANS significa 
transición, por lo que TRANSn-1 es la transición inicial que permite la activación de Cn, 
TRANSn es la transición con que se obtiene la etapa Cn+1 y TRANSm-1 permite llegar a 
la etapa final Cm. A excepción de (2), al observar la secuencia de operación de las 
ecuaciones, se puede concluir que: 
 
( )( )Cactual Canterior TRANSanterior ACTClock       (5) 
 
La ecuación (2) permite la evolución de las demás etapas dentro del bloque de registro 
de desplazamiento. La ecuación (5) puede relacionarse también con el conjunto de 
etapas y transiciones que están involucradas en el bloque Shift Register y que como 
forman parte de un mismo pulso, están reunidas en una estructura tipo OR.   
El ejemplo 2 permite ver la programación de un bloque Shift Register para representar 
un GRAFCET secuencial y su posterior relación a una macroetapa. 
 
Ejemplo 2: En la Figura 7.6 se muestra una estructura secuencial la cual consta de un 
pulsador monoestable para “Arrancar” y otro para “Detener” un proceso con tres 
acciones (A, B y C). Las dos primeras acciones son temporizadas a cinco segundos 
mientras que la última depende del pulsador “Detener”. A su vez, en la parte derecha de 
la Figura 7.6 se muestra la representación del mismo proceso como una macroetapa M1. 
Programar en CLICK Software el GRAFCET secuencial del proceso descrito. 
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Arrancar
2 A
3
t/2/5s
4
Detener
B
C
t/3/5s
Arrancar
M1
Detener
1
1
 
Figura 7. 6. Ejemplo 2, GRAFCET secuencial (izquierda) y macroetapa (derecha). 
 
 
Figura 7. 7. Programación en LD del ejemplo 2. 
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En la Figura 7.7 se muestra el código en LD para representar el ejemplo 2. Aunque 
CLICK Programming no cuenta con la opción para realizar una HMI, la evolución del 
GRAFCET puede evaluarse con la ayuda del visualizador de datos (Data View [13]) 
presente en el software, donde en la Figura 7.8 se muestra el sistema en estado de 
reposo por medio de cuatro tablas que contienen las variables de entrada, de salida, los 
valores de temporizadores y las etapas del mismo. En la Figura 7.9 se muestra la 
evolución del GRAFCET al momento de presionar el pulsador “Arrancar”. 
 
 
Figura 7. 8. Visualización de variables en estado de reposo. 
 
Figura 7. 9. Variables del sistema después de oprimir el botón "Arrancar". 
La opción Data View permite crear y nombrar una o varias tablas para monitorear las 
variables que se deseen [13]. Según la Figura 7.7, el bloque Shift Register puede 
asemejarse a una macroetapa ya que permite contener una estructura secuencial de 
etapas, pudiéndose así manejar una sola tabla que contenga a todas las variables 
implicadas y nombrar a la misma por ejemplo “Macroetapa_1”.  
 
7.1.2 Estructuras divergentes y convergentes  
 
El ejemplo 3 muestra el uso de varios bloques de registro de desplazamiento para 
programar en LD una estructura de divergencia y convergencia AND que se combina 
con otras estructuras secuenciales. Además, se manejan varias tablas para referirse a 
cada una de las macroetapas del ejemplo (aunque no es obligación considerar siempre a 
una estructura secuencial como macroetapa).  
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Ejemplo 3: Programar el GRAFCET de la Figura 7.10 en lenguaje escalera mediante el 
uso de varios bloques de registro de desplazamiento.   
 
Para programar y coordinar varios bloques de registro de desplazamiento primero se 
debe trabajar los mismos como independientes y luego tener en cuenta las condiciones 
que relacionan a dichos bloques. En este caso,  en la Figura 7.10 se muestra que el 
GRAFCET de la parte izquierda puede considerarse como otro más pequeño el cual 
consta de cuatro macroetapas (M1, M2, M3 y M4), donde se observa que la relación 
entre las mismas consiste en la combinación de la etapa final de la macroetapa anterior 
y la transición que las une. Por ello, para combinar los bloques de registro de 
desplazamiento sólo basta con agregar en el pin Data a la etapa final de la macroetapa 
anterior y la condición de activación de la macroetapa actual, esto mismo se considera 
en el pin Clock, y para que la evolución sea posible, también se hace un RESET a la 
etapa final de la macroetapa anterior, tal como se muestra en las Figuras 7.11 y 7.12.      
 
Arrancar
2 A
3
t/2/5s
B
Dividir
4 C
5
Continuar
6
7
t/6/5s
D
Juntar
8 E
9
t/8/5s
Terminar
Arrancar
M1
Dividir
M2 M3
Juntar
M4
Terminar
F
1
1
 
Figura 7. 10.Ejemplo 3, GRAFCET con divergencia y convergencia en AND. 
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Figura 7. 11. Programación en LD del ejemplo 3, parte 1. 
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Figura 7. 12. Programación en LD del ejemplo 3, parte 2. 
 
La Figura 7.13 muestra las tablas para monitorear las variables de la estructura 
programada. 
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Figura 7. 13. Tablas para monitorear la estructura del ejemplo 3. 
 
7.2 MÉTODO DE CONVERSIÓN PARA GRAFCET PARCIALES 
 
Una vez se sabe manejar y combinar varios registros de desplazamiento o Shift Register, 
resulta sencillo la coordinación de varios GRAFCET. Para ello también es necesario 
identificar la etapa o transición que los relaciona para así involucrarla en los pines que 
permiten la evolución de los GRAFCET (Data y Clock). El ejemplo 4 muestra una 
sencilla forma de coordinar dos GRAFCET mediante una etapa. 
 
Ejemplo 4: Por una cinta accionada por el motor M circulan palets espaciados 
regularmente, de forma que cuando hay un palet en A, hay otro en B. Sobre estos palets 
puede o no haber un producto sobre el que hay que realizar dos operaciones A y B 
(podrían ser de llenado, taponado, etiquetado, control, etc). El sensor inductivo D 
detecta el paso de los palets, mientras que la fotocélula P detecta la presencia de 
producto (si hay producto se activa antes que D). Supondremos, en este caso, que las 
operaciones A y B están temporizadas (duran 1 y 2 segundos respectivamente), ver 
Figura 7.14. Una posible solución al problema queda expuesta en la Figura 7.15. En este 
caso, si vienen dos productos consecutivos se activan dos etapas de la secuencia, 
realizándose las dos operaciones [4]. 
 
 
Figura 7. 14. Ejemplo 4, banda con dos sensores [4]. 
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Figura 7. 15. GRAFCET parciales del ejemplo 4 [4]. 
 
Se observa en la Figura 7.15 que el GRACET G2 recibe una marca en la etapa 2 una 
vez se activa la etapa 1 de G1, aplicándose así una activación a G2 por una transición 
fuente. En las Figuras 7.16 y 7.17 se muestra la programación en LD de los GRAFCET 
parciales G1 y G2 donde la coordinación de estos se hace con la activación de la etapa 1 
de G1 (C2 en la escala 4 de la Figura 7.16) y para que G2 pueda evolucionar se hace un 
RESET de C2 mediante la activación de la primera etapa de G2 (C3) y la culminación 
del conteo del temporizador T2 (ver escala 6 de la Figura 7.16). 
 
 
Figura 7. 16. Programación en LD del ejemplo 4, parte 1. 
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Figura 7. 17. Programación en LD del ejemplo 4, parte 2. 
 
En la Figura 7.18 se muestran dos tablas para monitorear la simulación de los 
GRAFCET programados en LD. 
 
 
 
Figura 7. 18. Monitoreo de la simulación del ejemplo 4. 
 
7.3 MÉTODO DE CONVERSIÓN PARA GRAFCET FORZADOS 
 
7.3.1 Funciones de activación y desactivación con forzado 
 
A continuación se muestran el desarrollo de ecuaciones que representa la evolución de 
GRAFCET, para este caso se adiciona una variable de activación/desactivación por 
forzado. La expresión de estado de etapa con SET prioritario se representa por la 
ecuación (6) [11]: 
𝐸𝑛(𝑡+∆𝑡) = 𝑃𝑖𝑛𝑖𝑐𝑖𝑜 + 𝐶𝑎 + 𝐶𝑑 ∗ 𝐸𝑛(𝑡)    (6) 
Donde 
𝐸𝑛 = 𝐸𝑡𝑎𝑝𝑎 𝑝𝑟𝑜𝑝𝑖𝑎 
𝐶𝑎 = 𝑉𝑎𝑟𝑖𝑎𝑏𝑙𝑒 𝑑𝑒 𝑎𝑐𝑡𝑖𝑣𝑎𝑐𝑖ó𝑛 
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𝐶𝑑 = 𝑉𝑎𝑟𝑖𝑎𝑏𝑙𝑒 𝑑𝑒 𝑑𝑒𝑠𝑎𝑐𝑡𝑖𝑣𝑎𝑐𝑖ó𝑛 
Y con RESET prioritario como: 
𝐸𝑛(𝑡+∆𝑡) = 𝐶𝑑 ∗ (𝑃𝑖𝑛𝑖𝑐𝑖𝑜 + 𝐶𝑎 + 𝐸𝑛(𝑡))      (7) 
Teniendo en cuenta la acción de forzado hacia una etapa 𝑛, las etapas diferentes a 𝑛 
tendrán una acción de desactivación. La expresión de forzado se puede definir como: 
 
Sea 
𝐹𝐸𝑡𝑎𝑝𝑎 = 1 
𝐹𝑅𝑒𝑑 = 1 
Sí y sólo si 
𝐸𝐹𝑜𝑟𝑧𝑎𝑑𝑜 = 𝐸𝑛 
𝑅𝐹𝑜𝑟𝑧𝑎𝑑𝑜 = 𝑅𝑛 
De lo contrario 
𝐹𝐸𝑡𝑎𝑝𝑎 = 𝐹𝑅𝑒𝑑 = 0 
Donde 
 
𝐸𝐹𝑜𝑟𝑧𝑎𝑑𝑜 = 𝐸𝑡𝑎𝑝𝑎 𝑎 𝑠𝑒𝑟 𝑓𝑜𝑟𝑧𝑎𝑑𝑎 
𝑅𝐹𝑜𝑟𝑧𝑎𝑑𝑜 = 𝑅𝑒𝑑 𝑎 𝑠𝑒𝑟 𝑓𝑜𝑟𝑧𝑎𝑑𝑎 
𝑅𝑛 = 𝑅𝑒𝑑 𝑝𝑟𝑜𝑝𝑖𝑎 
𝐹𝑟𝑒𝑑 = 𝐶𝑜𝑛𝑑𝑖𝑐𝑖ó𝑛 𝑑𝑒 𝑓𝑜𝑟𝑧𝑎𝑑𝑜 ℎ𝑎𝑐𝑖𝑎 𝑟𝑒𝑑 
𝐹𝐸𝑡𝑎𝑝𝑎 = 𝐶𝑜𝑛𝑑𝑖𝑐𝑖ó𝑛 𝑑𝑒 𝑓𝑜𝑟𝑧𝑎𝑑𝑜 ℎ𝑎𝑐𝑖𝑎 𝑢𝑛𝑎 𝑒𝑡𝑎𝑝𝑎 𝑑𝑒 𝑢𝑛𝑎 𝑟𝑒𝑑 
 
Por lo tanto las expresiones que definen el estado de la etapa en SET y RESET 
prioritario respectivamente, corresponden a las ecuaciones (8) y (9) [11]: 
 
𝐸𝑛(𝑡+∆𝑡) = 𝑃𝑖𝑛𝑖𝑐𝑖𝑜 + 𝐶𝑎 + 𝐹𝐸𝑡𝑎𝑝𝑎 ∗ 𝐹𝑅𝑒𝑑 + 𝐸𝑛(𝑡) ∗ (𝐶𝑑 ∗ (𝐹𝐸𝑡𝑎𝑝𝑎 + 𝐹𝑅𝑒𝑑̅̅ ̅̅ ̅̅ ))    (8) 
𝐸𝑛(𝑡+∆𝑡) = 𝐶𝑑 ∗ (𝐹𝐸𝑡𝑎𝑝𝑎 + 𝐹𝑅𝑒𝑑̅̅ ̅̅ ̅̅ ) ∗ (𝑃𝑖𝑛𝑖𝑐𝑖𝑜 + 𝐶𝑎 + 𝐹𝐸𝑡𝑎𝑝𝑎 ∗ 𝐹𝑅𝑒𝑑 + 𝐸𝑛(𝑡))    (9) 
 
Entonces 
𝐸𝑛(𝑡+∆𝑡) = 𝑆𝐸𝑇 + 𝐸𝑛(𝑡) ∗ 𝑅𝐸𝑆𝐸𝑇 
𝐸𝑛(𝑡+∆𝑡) = 𝑅𝐸𝑆𝐸𝑇 ∗ (𝑆𝐸𝑇 + 𝐸𝑛(𝑡)) 
 
Donde 
𝑆𝐸𝑇 = 𝑃𝑖𝑛𝑖𝑐𝑖𝑜 + 𝐹𝐸𝑡𝑎𝑝𝑎 ∗ 𝐹𝑅𝑒𝑑 + 𝐶𝑎 
𝑅𝐸𝑆𝐸𝑇 = 𝐶𝑑 ∗ (𝐹𝐸𝑡𝑎𝑝𝑎 + 𝐹𝑅𝑒𝑑̅̅ ̅̅ ̅̅ ) 
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El valor de la variable de forzado será diferente en cada una de las etapas, permitiendo 
que si el GRAFCET se encontrara en situación de forzado, las etapas que no estuviesen 
siendo forzadas se desactivaran y la etapa a la que se le aplica el forzado permanezca 
activa. Para la situación de forzado en que la orden es eliminar todas las marcas del 
GRAFCET, la comparación en cada una de las etapas nunca debe ser asertiva si el valor 
a comparar es un número de etapa que no existe, de este modo todas las marcas serán 
eliminadas [11].  
 
Para realizar una implementación de las reglas del forzado de GRAFCET es necesario 
tener en cuenta las ecuaciones junto con las variables de forzado implícitas que rigen la 
activación o desactivación de las etapas. Las acciones de forzado se ejecutan con las 
variables FEtapa y FRed, donde para cada una corresponde una acción de forzado hacia 
una etapa y una red especifica respectivamente, por lo tanto es necesario crear un 
algoritmo que implemente estas dos variables y unirlas a las existentes. Para la 
construcción de las dos variables de forzado, es necesario obtener cuatro datos básicos 
[11]: 
 
1. Red que va a ser forzada. 
2. Red que genera el forzado. 
3. Etapa que genera el forzado. 
4. Etapa a ser forzada. Si la orden es de eliminar las marcas, se toma como si esta 
variable tuviera un valor de cero. 
 
7.3.2 Funciones especiales para forzado en CLICK Programming Software 
 
Para relacionar las variables descritas con las funciones especiales que ofrece CLICK 
Programming Software se identifican los cuatro datos básicos anteriores y se trata de 
hacer una adaptación a la ecuación (9) ya que el manejo de cada bloque tiene un modo 
de funcionamiento el cual depende del software como tal. Las funciones Copy Single, 
Copy Unpack y Shift Register se explicaron al inicio del capítulo y a continuación se 
describe su aplicación al forzado de GRAFCET.  
 
La acción de forzado “quitar marcas” se implementa con el bloque Copy Unpack, el 
cual con ayuda de la condición de forzado hacia una red “FRed” (que generalmente es 
la etapa del GRAFCET maestro que fuerza a un esclavo) copia un estado lógico de “0” 
de un espacio de memoria Hexadecimal y lo asigna a un rango de bits definidos por el 
usuario. Ver escala 13 de la Figura 7.21. 
 
La acción de forzado “poner marca(s)” se implementa con el bloque Copy single, el 
cual con ayuda de la condición de forzado hacia una etapa “FEtapa” copia el estado 
lógico “1” de una etapa de GRAFCET maestro y lo asigna a otra etapa de algún 
GRAFCET esclavo. Ver escala 14 de la Figura 7.21. 
 
La acción de forzado “congelar GRAFCET” se implementa con un contacto asociado 
de una bobina auxiliar conectado al pin Clock del bloque Shift Register, el cual con 
ayuda de la condición de forzado hacia una red “FRed” congela la evolución en 
cualquier instante de un GRAFCET esclavo. Ver escala 6 de la Figura 7.20 y escala 15 
de la Figura 7.21. 
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Para programar en LD un GRAFCET forzado debe tenerse en cuenta el siguiente 
algoritmo: 
 
 Comenzar el programa con la activación de la etapa o etapas iniciales de uno  o más 
GRAFCET. 
 Definir en el programa cada GRAFCET (maestro y esclavo/s) como independiente 
mediante el uso de Shift Register. 
 Identificar las variables implicadas en las órdenes de forzado. 
 Definir las órdenes de forzado con el bloque de función correspondiente teniendo en 
cuenta las etapas del GRAFCET maestro que fuerzan al esclavo. 
 Garantizar que la acción de forzado permanezca mientras esté activa la etapa 
forzante, y una vez dicha etapa no esté activa, se permita la evolución normal del 
GRAFCET esclavo. Esto se logra con un contacto normalmente cerrado asociado a 
la etapa forzante que interrumpe la evolución de un GRAFCET forzado 
(conectándose dicho contacto en el pin Clock del bloque Shift Register a forzar). Lo 
anterior no es necesario hacerlo para la acción forzada de congelar y/o cuando la 
etapa que realiza la acción de forzado es inestable. 
 Si se quieren forzar varios GRAFCET, se debe tener en cuenta que un bloque de 
registro de desplazamiento equivale a una sección de GRAFCET, por lo que se debe 
usar varios bloques de funciones Copy y garantizar para cada acción de forzado lo 
mencionado anteriormente. 
 Definir las salidas del sistema.   
 
En el ejemplo 5 se muestra el uso de los bloques especiales de CLICK Programming 
Software para representar las tres acciones de forzado de GRAFCET. 
 
Ejemplo 5: Programar en LD los GRAFCET y acciones de forzado de la Figura 7.19. 
 
Quitar marcas
2 F/G2:{}
3
Poner marca
4
Descongelar
F/G2:{6}
F/G2:{*}
Congelar
Iniciar
6 A
7
t/6/5s
8
t/8/5s
B
C
t/7/5s
G1 G2
1 5
 
Figura 7. 19. Ejemplo 5, acciones de forzado. 
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Figura 7. 20. Programación en LD del ejemplo 5, parte 1. 
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Figura 7. 21. Programación en LD del ejemplo 5, parte 2. 
 
El programa puede monitorearse con las tablas de la Figura 7.22, las cuales muestran las 
variables de los GRAFCET G1 y G2 (estado de reposo en este caso). 
 
Figura 7. 22. Monitoreo del ejemplo 5 (estado de reposo). 
Se aprovecha la Figura 7.22 para explicar el funcionamiento del programa en LD de las 
Figuras 7.20 y 7.21: 
 Si no se oprime X001 en G1, pero se oprime X005 en G2, el GRAFCET G2 
evoluciona normalmente. 
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 Al oprimir X001, se activa C2 y la función de forzado “Quitar marcas” hace que la 
evolución de G2 se interrumpa debido a que pierde sus marcas. 
 Al oprimir X002, se activa C3 y la función de forzado “Poner marca” hace que G2 
reciba una marca en la etapa 6 (C6), activándose la salida Y001 y el temporizador 
TD6. Si C2 permanece activo, C6 también lo hará evitando la evolución en G2. 
 Al oprimir X003, se activa C4 y la función de forzado “Congelar” hace que C2 se 
desactive y G2 se congele en la etapa C7. 
 Al oprimir X004, se reactiva C1 y G2 se descongela, permitiendo la evolución desde 
C7 a C8 y de C8 a C5. Finalmente los GRAFCET quedan nuevamente en sus etapas 
iniciales para realizar un nuevo ciclo.   
En el siguiente ejemplo se muestran acciones de forzado simultáneas por parte del 
GRAFCET maestro hacia otros tres GRAFCET (esclavos).   
Ejemplo 6: Considérese el ejemplo 4 (banda con sensores). Se desea añadir las 
siguientes funciones: Habrá un pulsador de MARCHA y otro de PARADA. Al iniciarse 
el sistema todo estará desactivado hasta que se pulse el pulsador de MARCHA. Cuando 
se pulse el pulsador de PARADA el sistema acabará de procesar los elementos que 
lleguen hasta que se active D sin que haya pieza (P = 0) y sin que quede producto en B 
que procesar. En ese momento se pasará a la situación de inicio. Además, habrá un 
pulsador de EMERGENCIA (pulsador con enclavamiento). Este pulsador produce un 
corte de la alimentación del motor de la cinta y de los procesos A y B, 
independientemente del automatismo. Cuando se accione el pulsador de 
EMERGENCIA hay que desactivar los procesos A, B y la cinta (aunque ya estén de 
hecho apagados por falta de alimentación) y activar una sirena si antes se había dado 
MARCHA al sistema. Esa sirena se desactivará cuando se accione un pulsador de 
parada de sirena. Para reactivar el sistema (después de resolver manualmente el 
problema que hubiera) se deberá rearmar el pulsador de EMERGENCIA (ponerlo a off) 
y después presionar el pulsador de MARCHA. Además, habrá un pulsador de parada de 
cinta temporal, y un pulsador de reinicio de cinta, que se utilizarán para detener la cinta 
en cualquier momento [4]. 
En la Figura 7.23 se muestra una solución por medio de cuatro GRAFCET, uno que es 
denominado maestro (porque fuerza a los demás) y el resto son los esclavos (G1, G2 y 
G3). En las Figuras 7.24 a 7.27 se muestra el código en lenguaje escalera (LD) de los 
GRAFCET del sistema. En la Figura 7.28 se muestra el monitoreo de las variables del 
automatismo una vez se ha presionado MARCHA, y en la Figura 7.29 se muestra el 
estado del sistema cuando está en modo de EMERGENCIA. 
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GRAFCET 
Esclavos
GRAFCET 
Maestro
 
Figura 7. 23. GRAFCET maestro y GRAFCET esclavos del ejemplo 6 [4]. 
 
 
Figura 7. 24. Programación en LD del ejemplo 6, parte 1. 
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Figura 7. 25. Programación en LD del ejemplo 6, parte 2. 
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Figura 7. 26. Programación en LD del ejemplo 6, parte 3. 
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Figura 7. 27. Programación en LD del ejemplo 6, parte 4. 
 
Figura 7. 28. Monitoreo del sistema cuando se pulsa MARCHA. 
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Figura 7. 29. Monitoreo del sistema en modo EMERGENCIA. 
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8. CONCLUSIONES Y RECOMENDACIONES 
 
 El uso del lenguaje escalera (LD) es común en los programadores de PLC ya que su 
similitud a los circuitos con diagramas de contactos hace que sea sencillo de 
programar en comparación con otros lenguajes.  
 El GRAFCET permite flexibilidad en el tiempo de diseño de automatismos 
complejos ya que permite obtener estructuras con facilidad debido a su naturaleza 
gráfica. 
 Aunque el GRAFCET ofrezca un tiempo de diseño corto, su programación en un 
PLC gama baja resulta complicada y demorada sino se cuenta con una metodología 
que permita obtener una traducción aceptada por el dispositivo a programar. Siendo 
esta situación aún más grave si se trabaja con GRAFCET enriquecidos.  
 La conversión de GRAFCET enriquecido a LD resulta atractiva al querer 
implementar algunos o todos los modos de funcionamiento de un automatismo en 
un PLC gama baja, por ejemplo el modo automático, paso a paso, ciclo a ciclo, el 
estado de pausa, el estado de emergencia, etc. 
 Los métodos de conversión de GRAFCET sencillo revisados en la bibliografía se 
basan generalmente en el uso de funciones primitivas como el SET y RESET. Sin 
embargo, dichos métodos resultan complejos de implementar cuando aparecen 
GRAFCET parciales y/o etapas inestables. 
 El complemento de las funciones primitivas con el uso de bloques especiales de 
función, permite que sea posible implementar GRAFCET enriquecidos. Aunque 
cada entorno de programación cuenta con su propias funciones especiales y formas 
de uso. 
 Al revisar tres entornos de programación (ZelioSoft2, CoDeSys y CLICK 
Programming Software) se optó por utilizar el que tuviera las funciones especiales 
más acordes al funcionamiento de los GRAFCET a programar y a la vez ofreciera 
una interfaz de programación flexible con el usuario. 
 Las funciones especiales Shift Register, Copy Single y Copy Unpack de CLICK 
Programming Software permiten la programación de GRAFCET sencillos y 
enriquecidos en lenguaje escalera. Aunque los códigos obtenidos con el segundo 
tipo de GRAFCET resultan extensos, permiten que un lenguaje de alto nivel pueda 
ser traducido a otro de uso común para la mayoría de programadores de PLC. 
 Los ejemplos programados en este documento permiten comprender la importancia 
de una interfaz de simulación y visualización de las variables manejadas, ya que sin 
ella sería imposible verificar el funcionamiento del GRAFCET programado. 
 La validación de los GRAFCET programados en CLICK Programming Software es 
posible con el uso de la herramienta DataView, aunque el monitoreo de las variables 
resulta complicado respecto a otros entornos de programación, y además se requiere 
del PLC real para poder utilizar dicha herramienta. 
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 Es importante tener muy claro si el entorno de programación cuenta con opciones de 
simulación y/o visualización de datos, y si además requiere del uso del PLC del 
fabricante para realizar dichas opciones. 
 En cuanto a simulación sin PLC, el software CoDeSys demostró ser una herramienta 
interesante debido a sus opciones para la creación de una HMI para monitorear el 
GRACFET programado, pero desafortunadamente el software no cuenta con las 
mismas funciones especiales de CLICK Programming. 
 Los resultados positivos de la validación de los GRAFCET programados en CLICK 
Programming Software permiten afirmar que la conversión de un GRAFCET 
enriquecido a lenguaje escalera (LD) es posible. 
 La metodología de programación propuesta en este documento permite que haya 
flexibilidad al momento de revisar el programa ya que como cada GRAFCET se 
asemeja a un bloque Shift Register, sólo basta con revisar las condiciones de 
activación de los pines Data, Clock y Reset si se desea evaluar alguna etapa o 
transición específica.  
 La programación de los GRAFCET como bloques se hace benéfica cuando aparecen 
GRAFCET parciales y/o forzados ya que permite obtener un programa corto y 
flexible. 
 La metodología de programación propuesta tiene en cuenta la remanencia en las 
variables asignadas a cada etapa del sistema, permitiendo que después de un fallo en 
la alimentación del PLC se pueda retornar a la etapa en que estuvo el programa 
antes del fallo. 
 La programación de GRAFCET en el PLC CLICK de Automation Direct requiere 
que se maneje un estricto orden en la asignación de los espacios de memoria a las 
etapas, ya que los bloques Shift Register manejan bits con secuencias ascendentes o 
descendentes de un paso, por lo que una numeración desordenada de las etapas 
puede llevar a una confusión en el momento de programar el GRAFCET. 
 La metodología que se presenta no está generalizada para cualquier tipo de 
controlador lógico programable, pero puede implementarse en cualquier dispositivo 
que cuente con bloques de funciones análogos a los expuestos para el manejo de 
registros de desplazamiento. Esto invita a seleccionar entornos de programación que 
incluyan las citadas funciones y/o que se desarrolle un método generalizado para 
cualquier PLC. 
 La metodología propuesta permite tener la posibilidad de disminuir costos en la 
implementación de automatismos industriales debido a que se podría utilizar 
cualquier PLC que posea funciones para el manejo de registros de desplazamiento. 
Además, en caso de que las funciones disponibles no sean análogas a las expuestas, 
siempre queda la posibilidad de adaptar otras funciones del entorno de 
programación que se tiene a mano. 
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