Abstract: Sundown of the twentieth century saw the emergence of the World Wide Web. A decade later, semantic web (SW) envisioned enriching of web-accessible information and services with machine-processable semantics to solve the problems of information management and sharing which are aroused by the success of the web. However, success of the SW largely depends on the availability of formal ontologies for representing and structuring information in different domains. To facilitate web ontology engineering (OE), methodologies are proposed by the researchers since years. However, OE particularly web OE is still immature and none of the methodologies is standardized for web OE projects as yet. This paper presents an evolutionary SW ontology engineering methodology called POEM. POEM presents a complete methodology comprising of various phases for performing conceptualization, designing, implementation, evaluation, and project management tasks. POEM exploits and incorporates the large experiences from the widely used software engineering standards to make the methodology more realistic and provide greater functionality. Due to its broad nature, POEM has the potential applicability in a wider range of OE projects. Comparison of POEM with other OE methodologies has ascertained POEM as more advantageous and easy methodology for SW ontology engineering. 
PUBLIC INTEREST STATEMENT
Most of the development projects fail due to lack of proper methodologies and management. Semantic web (SW) turns the web of information into web of knowledge and enables people and computers to work in cooperation by giving well-defined meanings to web resources. However, success of the SW depends largely on the availability of web ontologies. Building SW ontology is a complex task and requires careful understanding, planning, and management like software development projects. Clearly, a comprehensive methodology is essential for handling the technicalities involved in an SW ontology engineering project. This paper presents a comprehensive methodology called POEM which consists of detailed steps from inception to implementation of SW ontology. POEM leverages valuable concepts and experiences from software engineering to provide an easy and practical approach. POEM outperforms the available methodologies by vibrantly supporting the ontology project management activities equally to the core ontology development activities.
Introduction
Ontology is old genie in a new bottle. The term ontology was first used in Philosophy in the nineteenth century where it gave an organized justification of being (Breitmann, Casanova, & Truszkowski, 2007) and is now a most relevant word in the knowledge engineering community (Corcho, Fernández-López, & Gómez-Pérez, 2003) . A widely quoted definition of ontology in computer science literature is of Gruber's (Gruber, 1993) : "An ontology is a formal, explicit specification of a shared conceptualization." Ontology has gained increasing popularity in the computer science fields (i.e. knowledge management and sharing, e-commerce, intelligent information integration, and database integration), where researchers believe of its significant role in the foreseeable future (Noy & McGuiness, 2001; Su & Ilebrekke, 2002) . Ontology popularity is due to its promise of a shared and common understanding of some domain of interest for enhancing people and machines communication. Ontology may presume different formalisms but corresponds to a knowledge area (domain), where it give hierarchical description of explicitly defined concepts, detailed descriptions of concepts' attributes, and inter-relationships between the concepts that could be used for the domain interpretation.
Web is phenomenally a simple artifact providing new methods of information organization, retrieval, and sharing. Web simplicity is a great strength of the web and is an important factor of its popularity and growth (Horrocks, 2008) . However, the exponential growth of the web resulting into information overload problem that is increasing the information interpretation burden of the human users. Semantic web (SW) envisions for making the web information more machine processable and understandable by mapping information into a rigorous structure using ontologies (Benslimane, Malki, Rahmouni, & Rahmoun, 2008) . The term "ontology" is regularly quoted in SW literature, and it is believed that ontology will ease numerous types of information management tasks including information/knowledge engineering and management, information retrieval and integration, and information storage and sharing on the web. (Benslimane et al., 2008; Kapoor & Sharma, 2010) . The quick and cheap development of formal domain-specific ontologies will serve as the major source of the SW success and proliferation (Benslimane et al., 2008; Vanitha et al., 2011) . SW ontology allows for semantically enriching of web resources that is a pre-condition for developing novel advanced web services such as semantic search and web resources retrieval (De Nicola, Missikoff, & Navigli, 2009) . Knowledge engineers (KEs) in cooperation with domain experts (DEs) builds SW ontologies which is a tedious, time-consuming, costly, and laborious task and might hinder the advancements of SW activities (Youn et al., 2004) . To build a new ontology, one needs to answer a number of questions (related to contents, language, methodology, and tools) to guide and carry out the development process (Corcho et al., 2003) . The automated SW ontology engineering tools are in their infancy, immature, and suffers with a number of shortcomings such as OWL 2 is designed to overcome some of the expressibility, syntax, and semantic problems of its prior version but it has lack of useful modeling constructs such as universal restriction (Rodrigues, Flores, & Rotta, 2015) . Researchers have contributed a significant amount of research for analyzing and categorizing the available methodologies, tools, and languages for ontology building (Alam, Ali, Khan, Khusro, & Rauf, 2014; Corcho et al., 2003; Noy & McGuiness, 2001; Su & Ilebrekke, 2002 ).
An SW ontology building process is structurally and logically as complex as the production of a software artifact (De Nicola et al., 2009 ). Therefore, a cohesive and structured project development framework is needed for building SW ontologies which should ensure careful project planning, clear identification and definition of roles and tasks, and addressing of tones of crucial details for successful migration. In the past several years, several ontology engineering (OE) methodologies are proposed for helping researchers and organizations for successful development, implementation, and migration of ontologies. However, they are not suitable for SW OE where information are scattered, unknown, Ontology-based software engineering is an emerging field where ontologies provide conceptual basis for extending and automating software engineering process including modularization, reuse, cross-cutting dependencies, standardization of domain knowledge, and distribution and integration of software components. In this paper, we have presented a methodology for SW ontology building called practical OE model for SW ontologies (POEM) that leverages the large valuable experiences and concepts from the widely accepted standards of software engineering and other state-of-theart technologies. POEM is easy to conceptualize and use, and is aimed to provide greater functionality and interoperability. POEM consists of a sequence of activities for building SW ontologies form inception to deployment at any scale (i.e. lightweight or heavyweight). Goal of the POEM is similar to the software engineering: turning the process of SW ontology building from an art into an engineering discipline. Main objectives of the POEM are: (1) general enough in the sense to provide greater understandability and help to both software developers and ontology practitioners to build SW ontologies, (2) clear incorporation of software engineering processes or activities (i.e. requirements specifications, evaluation, evolution, risk analysis, and management activities) in SW OE and clear and precise definition of each process or activity stating its purpose, inputs and outputs, roles and responsibilities of the experts, and execution, (3) reduction of time and costs in the production of ontologies, (4) progressively testing of the incremental versions of the ontology for enhancing quality of the ontology, and (5) readily availability of the incremental version of the ontology for using in ontology-based applications. In reality, POEM is focused for SW ontology development, but its processing steps are broad and flexible enough to accommodate enterprise level ontology development and deployment projects. In the context of this paper, POEM focuses on centralized OE. However, POEM has the potential of supporting collaborative OE with certain extensions and refinements.
Related work
Apparently, ontology design seems similar to object-oriented design but designing classes and relations in ontology building is different from object-oriented programming. Therefore, an object-oriented program structure representing a domain is different from an ontology representing the same domain (Noy & McGuiness, 2001) . Knowledge from the fields of data modeling, object-oriented software analysis, and ontology modeling design patterns can be used for designing applicable principles for domain-specific ontology design patterns (Vujasinovic, Ivezic, & Kulvatunyou, 2015) . Despite the emergence of several OE methodologies, none of them is succeeded in gaining significant marketplace and is accepted or going to be accepted as a standard in the foreseeable future. Therefore, OE is still much of an art (Ferreira et al., 2007) . OE methodologies can be either centralized or collaborative. In centralized OE, all of the stockholders (i.e. ontology development team (ODT), DEs, and organization) work as a single group under a single roof at a single location with a single agenda. In collaborative OE, the stockholders work as decentralized groups at disperse geographical location with potentially divergent agendas and mutually established consensus (Simperl & Luczak-Rösch, 2013) . These two schools of OE have support from the specifically designed and developed scenario processes, methodologies, and tools. POEM methodology could potentially support both of the paradigms but here mainly focuses on centralized OE. Scope of the paper includes centralized OE methodologies that are developed specifically for web ontology engineering and consisting of all the steps ranging from conceptualization to deployment. However, a slight review of the earlier centralized OE methodologies is also presented in the coming paragraphs.
General OE methodologies
Several OE methodologies are proposed by the researchers and organizations since years. However, research groups have no consensus and each group is using/applying his own methodology (Corcho et al., 2003; Noy & McGuiness, 2001) . Some researchers believe that ontology development is an iterative process (Vanitha et al., 2011) starting with a rough initial version which would be progressively revised, evaluated, refined, and debugged using either application or problem-solving methods or arguing with DEs. The iterative process will continue throughout the life cycle of ontology (Kapoor & Sharma, 2010) . Among the different alternative methodologies, the one to be selected largely depends on the application to be developed and the extensions that are anticipated (Noy & McGuiness, 2001) . Generally, an ontology building methodology may include: identifying domain and scope of ontology, determining reuse of already available ontologies, identifying significant terms in the ontology, defining classes and the class hierarchies, identifying class properties (slots) and constraints, and defining instances of the classes (Kapoor & Sharma, 2010; Noy & McGuiness, 2001 ). Uschold and King (1995) proposed a methodology for building Enterprise Ontology and is application independent. The methodology suggests four activities: (1) identifying purpose of ontology, (2) building ontology, (3) evaluating ontology, and (4) documenting ontology. Building activity encompasses knowledge acquisition, coding, and integrating other ontologies inside the current one. The methodology uses middle-out approach for identifying concepts and is application independent. Grüninger and Fox (1995) proposed a methodology during the development of Toronto Virtual Enterprise (TOVE) project ontology for addressing business process and activities in a modeling domain. They proposed the use of first-order logic for the development of knowledge-based systems where informal description of ontological specifications needed to be defined earlier and then formalized. The methodology uses middle-out approach for identifying concepts and is semi-application dependents. To determine scope of the ontology, a set of competency questions (CQs) are identified. The CQs and their answers are used for the identification of main concepts, attributes, relations, and axioms in the ontology that can be properly encoded in first-order logic. It provides a good guideline for transforming informal scenarios into computable models.
SENSUS (Swartout, Patil, Knight, & Russ, 1996) methodology is developed at IST (Institute of Sciences Institute) which derives domain-specific ontology from a giant ontology using top-down approach and is semi-application dependent. A set of potential most relevant terms in a domain called "seed" terms are identified first. After identification, seed terms are manually located in broadcoverage ontology (i.e. SENSUS ontology that is containing more than 70,000 concepts). All the concepts coming up on the path from seed term to the top (root) of SENSUS are incorporated. A relevant term that is yet not appeared is manually added and this process is repeated until no term is missing.
A sub-tree entirely can be added if terms with large number paths are found or if majority of the nodes in a sub-tree are found relevant to the other nodes in the tree/sub-tree. This methodology prompts the usage of same base ontology for the development of many domain-specific ontologies.
KACTUS (Bernaras, Laresgoiti, & Corera, 1996) in KACTUS project proposed a methodology that follows top-down approach for identifying concepts and is application-dependent. Ontology can be built reusing existing relevant ontologies and the ontology can also be incorporated by later applications in their ontologies. Applying this criterion, ontology for applications can be built which would contain the required agreed knowledge.
METHONTOLOGY (Lopez, Gomez-Perez, Sierra, & Sierra, 1999 ) methodology has been created in the Artificial Intelligence Lab in the Polytechnic University of Madrid. This methodology proposes ontology building in different ways either from the scratch, reusing other ontologies, or by reengineering other existing ontologies. The METHONTOLOGY framework defines set of activities that should be performed while building ontology such as scheduling, control quality assurance, specification, knowledge acquisition, conceptualization, integration, formalization, implementation, evaluation, maintenance, documentation, and configuration management. The life cycle of ontology shows that ontology throughout of its life time should pass through which of the stages, and its interdependency with the life cycles of other ontologies. This methodology also identifies that which techniques have to be carried out in each activity, what should be the outputs of each activity, and how they have to be evaluated. METHONTOLOGY uses middle-out approach for identifying concepts and is application independent.
On-To-Knowledge (Staab, Studer, Schnurr, & Sure, 2001 ) methodology is application dependent, uses top-down approach for concepts identification strategy, and specifies the goals to be achieved by the management tools. The methodology includes steps: (1) kick-off: specify and capture ontology requirements, identify CQs, identify and study potentially reusable ontologies, and built an initial draft version of the ontology, (2) refinement: producing a mature and application-oriented ontology, (3) evaluation: checking requirements and CQs and testing ontology in application environment, and (4) ontology maintenance: carrying out activities related to ontology maintenance.
Detailed comparisons of the ontology building methodologies using IEEE 1074-1995 standard have been quoted in several relevant literatures (Gómez-Pérez, Fernández-López, & Corcho, 2007) , but none of them is found fully mature if compared to software engineering methodologies. Each of the methodologies has certain enhancements and shortcomings such as On-To-Knowledge describes more activities but do not provide accurate descriptions of each activity (Gómez-Pérez et al., 2007) . None of the methodologies covers all of the processes involved in ontology building. However, METHONTOLOGY is found as the most mature methodology which could be heavily used in for ontology building in different domains as recommended by FIPA for the ontology construction task (Casely-Hayford, 2003; Corcho et al., 2003) . A state-of-the-art survey of classification and principles for domain-specific ontology design patterns development is presented in (Vujasinovic et al., 2015) . Furthermore, several methodologies are proposed for other tasks as well such as ontology learning, ontology reengineering, ontology evolution, ontology evaluation, and ontology merging (Corcho et al., 2003) . However, they are not discussed here because they do not fall into the scope of the paper.
Web OE methodologies
Web ontology describes metadata about resources in web documents. Web ontology makes web documents to be more processable by applications rather than only presented and interpreted by humans. A web ontology building process is also treated as an iterative process which starts with a rough first pass and is revised, refined, and more details are added in the subsequent iterations until a complete ontology has been formed. However, web ontology building is different from traditional ontology building due to non-standardized varying and scattered nature, and not readily availability of information. Devising of a specific methodology for web ontologies that should meet the unique nature, needs, and applications of web information has not received considerable response from the research community as yet. Vanitha et al. (2011); Noy and McGuiness, (2001) proposes a simple iterative-based web ontology process model consisting of seven activities including: (1) determining the domain and scope of ontology, (2) reusing existing ontologies, (3) enumerating terms in the ontology, (4) defining classes and class hierarchy, (5) defining properties of classes, (6) defining facets (role restrictions) of the slots, and (7) creating instances. During the lifetime of ontology these activities would be repeated in circular fashion again and again until a functional ontological product has been obtained. Kalyanpur, Hashmi, Golbeck, and Parsia (2004) proposes a life cycle for casual web ontology development process. The proposed methodology is similar to the standard web page development process, where users uses standard HTML editors (e.g. MS FrontPage) to quickly arrange and layout certain information they wish to deploy on the Web and creates links to the existing relevant information. The life cycle includes key stages including the use of shorthand key notation to draft ontology skeletons quickly, an effective ontology searching algorithm combining keyword with DL-based constructs to search-related concepts, an iterative copy-paste mechanism to borrow relevant fragments from a related existing ontology, and natural language-based presentation of terms to build and maintain ontologies effectively. An ontology development toolkit called SWOOPed is invented using these features and stages.
Some researchers have suggested using of semi-automatic approach of ontology extraction as the practical approach. Rules and methods have been suggested for ontology engineering by relational databases reverse engineering. (Stojanovic, Stojanovic, & Volz, 2002) approach suggests a set of rules for analysis of relations, keys, and inclusion dependencies for mapping relational databases constructs into semantically equivalent constructs in ontology. (Tijerino, Embley, Lonsdale, Ding, & Nagy, 2005) suggests understanding of HTML table structure and contents, constraints holding between the concepts, matching the recognized concepts with more general specifications of related concepts, and merging the resultant structure with other similar knowledge representation essential for web ontology building. (Astrova & Stantic, 2005) suggests construction of ontology by analysis of HTML forms for creating a model schema, transforming the schema into ontology, and creating ontological instances from data contained in the page. (Benslimane et al., 2008) suggests reverse engineering of data-intensive web sites into ontology based SW by analyzing the related HTML page for extracting the semantics of relational database, and merging the semantics with the captured relational schema to build ontology.
The proposed methodologies are valuable but are limited in scope due focusing mainly on the core web ontology building activities such as identifying classes, defining properties and relations between classes. They have no definitions of strategies for ontological constructs identifications and application dependency/independency, and have completely ignored management activities (i.e. schedule and quality assurance) as well as supporting activities (ontology integration, ontology evaluation, and ontology documentation, etc.) which are essential for web ontology building projects like any other software development project. Furthermore, the presented approaches are very shallow and providing no technical details of even prescribed engineering activities during a web ontology building process. Similarly, the reverse engineering approaches could also not produce an effective ontology for a domain modeling because the ontologies produced would not be semantically enriched due to absence of axioms, requirement of auxiliary information, and error-prone in analysis of tables' structures and schemas. Furthermore, they could also be very time consuming due to analysis of large data in a table or database. Thus, none of them is suitable for implication in a heavyweight web ontology building project.
An overview of POEM
A methodology has to answer what, who, and when questions about performing activities in a development process (Gómez-Pérez et al., 2007) . IEEE defines methodology as "a comprehensive, integrated series of techniques or methods creating a general system theory of how a class of thought intensive work ought to be performed" (IEEE, 1990) . A methodology is composed of methods and techniques where methods are composed of processes, processes are composed of activities, and activities are composed of related tasks. Together, using the guidelines of IEEE and support from SW technologies can provide conceptualization for POEM. What distinguishes POEM from the other web OE methodologies is its software engineering compliance, evolutionary, incremental, and iterative nature. As an innovative aspect of the PEOM is the presentation of life cycle for web ontology building projects from their inceptions to live deployments which will help project team in focusing and achieving business values because no value can be realized until the solution is deployed and is operational. POEM believes in building ontologies in the same way of developing software and combines features from several of the software engineering industry standard methodologies into a single suit. Included features are: (1) stressing on the accomplishment of milestones from waterfall model, (2) coupling of the iterative nature of prototyping model with the systematic and controlled aspects of classical model from spiral model to accommodate changes as process progresses, (3) facilitating of system development through reusing of the existing prepackaged components from component-based development model, (4) supporting of system development using object-oriented concepts (e.g. classes, objects, and inheritance) from object-oriented process model, (5) emphasizing on verifications and validations from V-model, (6) rapid and continuous delivery of useful ontological product from agile model, and (7) using of UML for the preparation of all of ontology building blueprints.
SW ontology is also of evolutionary nature which like any complex system evolves over time with changes in the information domain. Moreover, the non-standardized and scattered nature, and readily unavailability of web information would make an SW ontology construction in a single go increasingly difficult. Therefore, a methodology making a straight line path to an end SW ontological product has unrealistic implication in the domain (Hesse, 2005) . Furthermore, several other hidden factors (i.e. unpredictable in the early stages of a project) can also make completion of a comprehensive SW ontological product impossible; however, a limited version (i.e. based on a set of core product requirement) could be introduced to meet competitive and business needs. Therefore, a methodology is needed that has been explicitly designed to divide the development process into distinct and well-defined activities, and accommodate SW ontological products that evolve over the time. Methodologies with such characteristics are termed as evolutionary models in software engineering. Evolutionary approach is considered appropriate for ontology development (Hesse, 2005) . Evolutionary models are iterative by nature which enables developers to develop increasingly more completed versions of a product in increasing number of iterations.
POEM is evolutionary by nature that would complete an SW ontology building project in a number of iterations as more and more information becomes available but is also incremental because at each iteration the ontology would be further detailed and extended in a stepwise fashion. POEM divides the ontology building methodology into several cycles (i.e. iterations), a cycle into phases (i.e. process), and a phase into activities for requirements specifications, project planning and scheduling, risk analysis, implementation, and testing. Each cycle ends with the release of a new incremental version of ontology. The activities can be divided into tasks (i.e. sub-activities), which will be smaller in number for a small/simple ontology project and larger in number for a large/complex ontology project. A sketchy representation of POEM model is presented in Figure 1 . The ontology building process starts at the core of the model with the onetime processes of project identification and initiation, and feasibility analysis. The first iteration is of inception nature and majorly concerned with the identification/capturing of requirements in terms of the ontology requirements specifications (e.g. identifying domain, and scope of the ontology), concepts development and analysis, and initial planning and scheduling. This would not probably involve any implementation or testing processes and could take several other iterations as well, if required. The iteration would release ontology glossary that would contain terms from the domain of interest and their informal definitions. The subsequent iterations would include detailed conceptualization and designing, planning and scheduling, implementation and testing, feedback and roadmap for next iteration, and release of incremental versions of ontology. The early iterations would end in the production of preliminary implementation to provide small skeletal blueprints of ontology. Stepwisely with enhancements and refinements, increasingly more sophisticated additive versions (increments) and eventually the final version of domain ontology would be released as the iterations proceeds further. Major versions of the ontology produced after the increasing iterations would have to be constantly aligned with the modeled reality. The later iterations will result increasingly in the ontology enhancements and maintenance. POEM is a milestone driven methodology where a milestone has to be produced at the end of every phase of each cycle containing the achievements and the criteria for accomplishing the phase. Each phase could have interim milestones which would help in achieving a phase's final milestone. Likewise, deliverables must be completed and produced where critical questions related to the development must be satisfactorily answered. In parallel to all these activities, umbrella activities such as ontology configuration management, ontology quality assurance, ontology development project tracking and control, formal technical reviews, and documents preparation and productions are to be carried out as well.
To demonstrate the practicality of POEM, the methodology is supported with a running proof-ofconcept ontology building example of a web page in the web domain called Web Page Ontology (WPO). In the example, the ontology is chiefly concerned with semantic modeling of a web page structure and content, and tracking of a user's activities and interactions taking place while browsing a web page (e.g. downloading a picture from a web page by a user at an instant of time).
The POEM methodology
POEM is an evolutionary methodology, advocating for completion of ontology building process from inception to implementation in a number of iterations and incremental versions. Each of the iterations is composed of a number of phases. In the following subsections, detailed specific information about each of the phases is presented in reference to our WPO example.
Project identification and initiation
Identification of business needs yields in the identification of ontology building project. A business need may arise either due to some kid of "pain" within an organization (i.e. poor customer service levels or increase in competition) or an organization wants to take maximum advantages by leveraging the emerging IT technologies (e.g. cloud computing, radio frequency identification (RFID), and SW). Mostly, information system projects grow out of business process management (BPM) methodology used by organizations to improve their end-to-end business processes. Automating business process can bring several important benefits to organization by replacing ineffective information management process with technology components to gain cost efficiencies. Web has been proven as the rich information highway providing novel methods and opportunities for business processes improvements. Organization can exploit novel SW technologies (i.e. ontologies) to provide high-valued services to their customers using the Web such as music CDs transitioning on the Web to provide enhanced searching, purchasing, and downloading services to customers. Ontology development team ODT 1 and business people needs to work conjunctively for finding ways to use ontologies to support business needs and bring ultimate real business objectives such as increasing sales, improving customer sales, and decreasing operating expenses.
The ontology project is properly initiated by issuing Ontology System Request Document (OSRD) describing the business reasons for building ontology and the values expected from the ontology to provide. An OSRD comprises five elements: project sponsor, business need, business requirements, business value, and special issue. Template of OSRD along with the description of each element is shown in Figure 2 . Once the ontology system request got approval from the approval committee, the next step is the feasibility analysis.
Feasibility analysis
A knowledge management system needs to be properly integrated into its operating organization for functioning satisfactorily (Staab et al., 2001 ). Ontology building project success and failure can be attributed to a number of factors. Feasibility analysis analyzes these factors by firstly identifying the problem/opportunity areas and secondly putting them together into a wider organizational perspective. Feasibility study identifies the potential risks associated with ontology building project that must be managed before proceeding into the project. The feasibility analysis acts as a decision support system for determining technical and economical feasibility of ontology building project by selecting potential focus areas and target solutions. Technical feasibility (also called technical risks analysis) answers the question "Can we build it" by determining the extent to which the ontology can be successfully designed, developed, and implemented by ODT. Ontology technical feasibility is actually technical risk analysis that can endanger successful ontology building project completion (Dennis, 2012) . The life-threatening risk includes level of ODT and DEs familiarity with the application and technology, accurate estimation of ontology project size (i.e. development team, time, and features), and compatibility of ontology with the technologies already existing in an organization. Economic feasibility (also called cost-benefit analysis) answers the question "Should we built the ontology?" by identifying and analyzing ontology building project's cost and benefits, assigning values to them, calculating future cash flows, and measuring the financial worthiness of ontology (Dennis, 2012) . The format and approach of feasibility study vary according to an organization's business needs and processes. POEM incorporates feasibility analysis and uses the feasibility analysis approach proposed by CommonKADS methodology (Schreiber & Akkermans, 2000) . The feasibility analysis activity needs to be performed before starting ontology building process and would serve as basis for the subsequent ontology project planning and scheduling, and risk analysis phases. 
Ontology requirements specifications and conceptualization
The goal of this phase is to capture knowledge to be modeled in ontology in such a way to describe its universe of discourse, purpose and goal, contents and ingredients, users, and uses, etc., and to model the captured knowledge semantically to increase its conceptualization. This phase requires agreement and commitment between ODT, DEs, and end-users for establishing effective communication mediums and methods. Guidelines for building ontology and objectives of ontology from a user's point of view would be identified and laid down in the earliest meetings. However, detailed knowledge capturing needs to answer several questions related to the ontology to be developed including (Youn et al., 2004) : (1) (6) what are the questions to be answered by ontology?, (7) How would you describe "good" result that would be generated by a successful ontology?, and (8) Will any special performance issues or constrains affect the way the solution is approached?. During ontology building process, answers to these questions may vary, but, at any instant, of time they will help to constrain scope of ontology (Youn et al., 2004) . Ontology Requirements Specification Document (ORSD) should be produced as output of this phase that would contain detailed description of requirements to be represented in ontology, facilitating searching of knowledge sources for reuse, intended uses and users of ontology, and ingredients for validation and verification of ontology, etc. Figure 3 shows template of the ORSD. The ORSC phase is divided into a number of activities to capture the required knowledge and answers the above questions. Figure 4 depicts the sequence of execution of the activities.
Ontology requirements specifications
Ontology requirements specifications (ORSs) summarizes the features and capabilities that the ontology would have to include, such as the ability to collect customer orders online or the ability for suppliers to receive inventory information as orders are placed and sales are made, etc. Users, DEs, and ODT work closely to carry out this activity by taking a set of ontological needs as input for identifying the ontological requirements. In this early stage, ODT would also look for already developed and potentially reusable ontologies as a starting point for the development of the domain ontology. Ontological requirements can be classified as non-functional requirements and functional requirements (Suarez-Figueroa & Gomez-Perez, 2009 ). Non-functional requirements are general requirements that the ontology should fulfill and are not related to the contents of ontology. Functional requirements are content-specific requirements which refer to the particular knowledge to be represented in ontology. Standard software engineering requirements elicitation methods (e.g. interviews, case studies, and simulation) can be employed in this activity to gather ontological requirements from DEs, and end-users. The DEs can be asked to write storyboards (narratives for modeling contexts and situations) by sketching sequence of activities that take place in different scenarios in the domain of interest. Technically, a storyboard corresponds to a particular scenario that is realizing one or more business purposes. In the context of our WPO, a storyboard would sound as follows:
For downloading a research paper file, a researcher (user) sends a web page request to a web server using a URL. The web server processes the request and sends back the web page to the user browser's tab. The user analyzes the web page text, enter required information (e.g. name and credit card number etc.) in the form elements (i.e. text boxes, and radio buttons etc.), and click the download button in the form or hyperlink from the menu in the header. The file is downloaded in the user's computer default download folder and information about date and time, and location of download is recorded in the browser's download log file.
The ontological requirements gathered in this activity would enable ODT to understand and specify the following aspects of ontology.
• Domain of Interest, Purpose, Scope, and Level of Formality of Ontology: Understanding and confining domain of interest is essential for concentrating focus of ODT to a specific fragment of reality to be modeled (De Nicola et al., 2009) . A network of ontologies could be formed if the domain is large. In the context of this research paper, the domain used to validate POEM methodology is web page that is providing consensual semantic model of contents and actions for better understanding of the domain of interest by the semantic services (i.e. intelligent agents, and SW services) to serve its users. Purpose of ontology corresponds to the business needs and business values specified in the OSRD. Scope of ontology is laid out by identifying the most important concepts and their characteristics that will push the refinement to the suitable granularity. Scope determines coverage and granularity of ontology, and ontological commitments by bringing certain parts of domain into focus while neglecting the other parts. The degree of formality of ontology determines the implementation language to be used for codifying ontology.
• Intended Users and Uses of Ontology: Specifying reasons to have ontology and its potential uses and users corresponds to business process (De Nicola et al., 2009 ). DEs and ODT together carry out this activity and would use a set of ontological needs to identify potential users of ontology (Suarez-Figueroa & Gomez-Perez, 2009 ). The potential users of WPO could be both humans (e.g. web developers) and automatic systems (e.g. intelligent agents). Likewise, DEs and ODT would use a set of ontological needs to identify scenarios in which ontology would be used. Scenarios correspond to applications that will use ontology and describes the requirements that ontology should contain after being formally implemented (Suarez-Figueroa & Gomez-Perez, 2009 ). The scenarios can be expressed in natural language or modeled in UML use cases. The potential uses of WPO could be used in applications for web page modeling, user modeling, user adaptive interaction, and web page ranking and recommendations.
Validating ORSs
Once ontological requirements have been specified, they would have to validate for finding any conflict between requirements, missing requirements, and contradiction between requirements. POEM uses frameworks proposed by NeOn Methodology (Suarez-Figueroa & Gomez-Perez, 2009 ) for validating ontological requirements.
Creating domain lexicon
Domain lexicon (DL) is built by collecting the terminology used in the domain of interest (De Nicola et al., 2009 ). The specified and validated ontological requirements would serve as the main source for DL construction. However, additional domain-related resources (e.g. research papers, technical reports, glossaries, thesauri, standards, web resources, and relevant lexicons and ontologies) could also be contacted for gathering relevant terms into DL. The process of extracting and collecting of terms can be accomplished both manually and using automatic tools such as OntoLearn (Navigli & Velardi, 2004) . In the WPO example, the DL is formed by extracting and collecting terms mainly from the relevant domain documents (i.e. research papers, books, technical reports, and web resources) and from DEs (i.e. web developers). Analysis of the information sources resulted in an extended set of DL that demanded for proper filtering. After consistently analyzing and filtering the collected terms using generic lexical database (e.g. WordNet), the DL is reduced to 293 most meaningful and specific terms. Figure 5 shows share of the different information sources in the construction of DL of WPO. An excerpt of WPO DL is reported in 
Create competency questions
Competency Questions (CQs) are informal (i.e. written in natural language) and conceptual-level (i.e. different from database query aiming at retrieving concepts rather than instances) questions defining ontology requirements that the ontology is needed to answer (Grüninger & Fox, 1995) . CQs do not contribute to ontological commitments rather they are used to evaluate ontological commitments made by the ontology. Using the requirements gathered from DEs during interviews, endusers brainstorming, and terms gathered in DL, CQs can be outlined that could be used to evaluate the ontological commitments (i.e. coverage, consistency, and depth) during ontology testing process (De Nicola et al., 2009 ). To increase understandability, the knowledge workers can list the CQs into several groups either manually or automatically using tools such as MindMap and Cicero. CQs should be grouped in such a way that each category should contain questions specific to a particular feature of ontology. Once CQs are grouped, the next task is to validate the CQs to find any conflict between CQs, missing CQs, and continuation in CQs. This task is performed by end-users and DEs by taking a set of grouped CQs and answers at a time, and decides the validity of CQs using the gathered ontological requirements. Ontology Competency Questions Document (OCQD) should be produced containing the identified CQs and their respective answers for helping in further validations.
In the WPO, total 53 CQs are identified and an excerpt of the CQs is presented in Table 2 .
Creating domain glossary
Domain glossary (DG) is built by assigning informal definitions (i.e. natural language sentences) to the terms in a domain of interest for conceptualization purposes (De Nicola et al., 2009 ). The ODT carry out this task by taking DL, and CQs and their answers as input for identifying a list of the mostly ). DL and CQs should be used for extracting terminology (i.e. nouns, verbs, and adjectives) that could be used for formally representing concepts, attributes, and relations in ontology. Terminology extracted from answers of the CQs would be representing objects in the universe of discourse that could represent instances in ontology. Definitions to terminology should be assigned using domainspecific lexical databases and general lexical databases (e.g. WordNet) and common understandings of DEs and users. The WPO contains 90 entries in its DG at the time of writing this paper and an excerpt of the DG is presented in Table 3 .
Prioritize requirements
The goal of this activity is to assign different priority levels to the different requirements identified in the different CQs groups (Suarez-Figueroa & Gomez-Perez, 2009 ). Users, DEs, and ODT carry out this task by taking group of CQs as input and assigning priorities to each group of CQs and to each CQ within a group. Prioritizing CQs will help ODT in identifying that which of the requirements should be addressed during the early iterations and which ones can be postponed. This specification would further guide the planning and development activities. If not prioritized, the team will model all of the requirements at the same time. UML use cases can be used to model CQs specifying the expected use of the ontology. The application of UML in OE is already shown in (Guizzardi, Herre, & Wagner, 2002) and found useful. In the ontologies, use cases would correspond to knowledge paths in ontology that would be followed for achieving business operations and addressing CQs. Use cases corresponding to particular CQs would be prioritized accordingly. Figure 6 shows a use case model and its corresponding CQ from the WPO.
Ontology project planning and scheduling
A successful ontology building project would deliver ontology according to the requirements of organization within the specified time and cost constraints. To properly manage OE project, ontology project planning and scheduling (OPPS) are related activities to be carried before formally starting ontology development. ORSD and other potential knowledge resources (i.e. historical data used for project planning and scheduling) serve as input to the OPPS phase. OPPS is the process of scoping, planning, staffing, organizing, directing, and controlling the development of an acceptable ontology at a minimum cost and within a specified time frame. A top-level view of OPPS process is shown in Figure 7 in algorithmic format. Application developers and ODT in collaboration with DEs and endusers carry out the task of defining an effective OPPS framework for OE project. The output of the phase is Ontology Project Plan Document (OPPD) describing an overall ontology building plan and a schedule strategy for monitoring and controlling the development and integration processes. The template of OPPD is shown in Figure 8 . The OPPS phase can be mainly divided into two activities: ontology project planning and ontology project scheduling. Figure 9 shows the sequence of execution of the activities.
Determine ontology project planning
Objective of the ontology project planning (OPP) is to provide a framework for ODT to make reasonable estimates of resources, costs, and schedule. These estimations are identified within limited time frame at the beginning of ontology building project and should be updated regularly as the process progresses. Firstly, OPP proceeds by understanding ontology scope which would be already defined and documented in the feasibility analysis and ORSs phases. Secondly, the OPP estimates the resources required to accomplish ontology development efforts. Figure 10 illustrates the development resources as a pyramid. Each resource is described by providing description of the resource, statement of availability, time when the resource will be required, and duration of time that the resource will be used. Human is the primary resource and the number and skill of human resources required depends on the scope of the ontology building project. Integration and reusing of ontological and non-ontological resources in ontology development can significantly reduce time and effort costs. However, OPP must clearly reflect the level of accuracy and confidence of the reusable resources, the amount of modification required, and the nature of associated risks. Environmental resources refer to the hardware and software tools that would be required for the development and implementation of ontology. Thirdly, the OPP estimates the cost required for ontology building project. Cost estimation includes both money and efforts estimates. Ontology cost and efforts can never be exact and many variables (i.e. human, technical, environmental, and political) can affect the ultimate cost and efforts estimations of ontology building project. However, OPP can use empirical estimation models and automatic estimation tools (CASE tools) for effective estimations of cost and efforts (Pressman, 2010) .
Determining ontology project schedule
Ontology project scheduling (OPS) is similar to software engineering project scheduling and concerned with determining the timelines to be met by ontology development processes. OPS divides ontology building process into separate tasks and determines that how these tasks would be executed. OPS estimates the calendar time required, the efforts required, and the resources required for completing each task (Sommerville, 2006) . However, the tasks should not be either too small or too large. OPS schedule tasks to be executed either in sequence or in parallel in such away to optimally use the workforce and resources. Figure 11 illustrates the top-level view of OPS process. OPS provide mechanism for ODT to track and control a project progress by scheduling dates to which milestones and deliverable should be produced. CASE tools are developed that will take ontology building project information and produce OPS automatically in graphical notations in the shape of Gantt charts and activity networks (Sommerville, 2006) . Bar chart (also called Gantt charts) shows that who is responsible for a task, the expected elapsed time for a task, and when a task is scheduled to begin and end. Activity network is a network diagram showing the dependencies between the different tasks making up a project. The initial OPS is created at the project startup phase and is refined and modified as the project progresses.
Risk analysis and management
Risk analysis and management (RAM) is a sequence of steps that helps ODT to identify and manage risks by drawing plans to minimize their effect on ontology building project. From software engineering perspectives, proper risk analysis can ensure product quality that is reasonably free of defects, delivered on time and within budget, meet requirements and expectations, and is maintainable. POEM uses proactive risk management approach where potential risks, their probability, and impacts are identified, assessed, and classified according to their importance long before any of the technical work is initiated. ODT team should try to avoid risks by actively accessing, monitoring, and managing potential risks until they are either handled or a contingency plan is prepared to handle unavoidable risks in a controlled and effective manner. POEM proposes an effective risk analysis and management framework (shown in Figure 12 ), which is inspired from MSF (Microsoft Solution Framework) risk management model and is a six-step logical model advocating managing current risk, planning and executing risk management strategies, and capturing knowledge for the enterprise. POEM has advantage over the other methodologies in risk management because of evaluating risks much earlier and providing opportunity to decide that which risk is to be handled with each cycle. POEM enables to deal with major obstacles and select alternatives in the earlier stages of the project, which is less expensive. ODT, DEs, and users work closely together to carry out risk analysis and management phase. Output of the phase will be a risk table that would be produced as an integral part of the OPPD as shown in Figure 9 . Broadly, the activities to be carried out during this phase are risk identification, risk analysis, risk planning, and risk monitoring. Figure 13 illustrates the flow of execution of the activities.
Risk identification
Risk identification is a systematic process to specify threats to the OPP (i.e. estimates, schedule, and resource loading) (Pressman, 2010) . Generic risks are easy to identify due to being potential threat to every ontology building project. Ontology-specific risks are hard to identify and can only be identified by those having clear understandings of the technology, the people, and the environment specific to the project. One way of identifying ontology-specific risks is to create a risk item checklist comprising of questions related to the categories: (1) ontology project size-overall size of the ontology to be built or modified, (2) business impact-due to constraints imposed by management or the marketplace, (3) user/DE characteristics-sophistication of the user/DE and ability of ODT to communicate with user/DE in a timely manner, (4) process definition-the degree of ontology development process definitions and being following by the ODT, (5) development environment-the availability and quality of tools to be used for building ontology, (6) technology to be built-the complexity and newness of ontology and system to be built, and (7) staff size and experience-overall technical and project experiences of ODT who do the work. Answer to these questions would help in identifying potential risks and the number of negative answers that would be directly proportional to the degree at which the project is at risk. Table 4 illustrates an excerpt of the risk identified along with corresponding categories for the WPO project.
Risk projection
Risk projection, also called risk estimation, attempts to determine likelihood or probability of a risk to occur and estimate the impacts and consequences associated with the risk (Pressman, 2010) . Probability of a risk can be rated as very low, low, moderate, high, and very high. Impact of a risk can be rated as catastrophic, serious, tolerable, and insignificant. ODT in collaboration with technical staff workout risk projection by establishing a scale for perceiving probability of a risk, drawing consequences of a risk, delineating risk impacts on ontology building project and the resulting ontological product, and estimating accuracy of a risk projection to avoid any ambiguity. ODT can simplify risk projection process by developing a risk table with columns: risk ID, risk description, category, probability, impact, risk exposure, and risk planning. Probability and impact can be scaled numerically where one might represent the lowest possible rate and n might represent the highest possible rate. Risk exposure is the product of these two rankings. Once the table is formed and sorted using risk exposure from high to low, the ODT can draw a cutoff line signifying the risks lying above the line are of the highest risk exposure (i.e. highest priority) and should be treated first. Risks coming below the line would be re-evaluated and treated in the second-order priority. Table 4 illustrates an excerpt of the risk table showing risk projection for the potential risk identified in the WPO project.
Risk planning
Risk management is concerned with developing strategies for dealing with a risk (Pressman, 2010 ). An effective strategy would include risk avoidance or risk management and contingency planning. For a proactive approach to risk management, risk avoidance is the best strategy by developing a risk monitoring plan to monitor factors that would provide information whether the risk is becoming more or less likely. A risk mitigation plan would be developed to either conquer or reduce the net effect of a risk. If risk mitigation plan is failed, the risk management and contingency plan is to be developed that would define strategy to deal with a risk and handle the risk smoothly and efficiently. Table 4 illustrates an excerpt of the risk planning strategies for the risks identified in the WPO project.
Ontology design and implementation
The goal of this phase is to give ontological structure to the ontological requirements gathered in the ORSD under the constraints and guidelines of OPPD. In essence, this phase takes the development process from linguistic dimension into conceptual dimension. Ontology design and ontology implementation are closely related activities and the issues of one could severely affects the working of another such as implementation issues guides the decisions to be taken at the design development time. For simplicity to explain and understand, we divided this phase into two sub-phases: ontology design and ontology implementation.
Ontology design
Ontology design (OD) transforms the conceptual model of ontological requirements into a design model that would serve as a blueprint for ontology construction. The conceptualization phase figure out that what are the business needs and the design phase decides that how to build it. This is accomplished by refining the terms (representing entities, relationships, and processes) captured in the conceptualization phase, organizing the terms into conceptual hierarchies, and structuring them with attributes and axioms (De Nicola et al., 2009) . Apart from devising structures and hierarchies (that could be possibly sub-ontologies) and interfaces as well as rules for commitment, mappings and translations of these conceptual constructs into "dialects" (i.e. Unified Modeling Language (UML)) are also provided in the ontology designing phase. UML has been used in several ontology building methodologies for ontology modeling (D'Antonio, Missikoff, & Taglino, 2007; De Nicola et al., 2009; Missikoff & Taglino, 2002) . Researchers have demonstrated that how UML could be used to model lightweight ontologies and how UML models could be enriched by adding Object Constraint Language (OCL) expression to give explicit descriptions of specifications (Gómez-Pérez et al., 2007) . UML class diagrams would represent concepts (and their attributes), relations between concepts (both taxonomic relationships and ad hoc ones), and axioms in OCL (e.g. cardinalities on object and datatype properties, and disjointness). Furthermore, UML object diagrams could be used to represent instances. Ontology development tools (e.g. Protege-2000 and WebODE) support exporting and importing of ontologies in UML format. ODT plays the key role in this phase by bringing concepts into taxonomic hierarchy but DEs can provide assistance for the required application and domain knowledge. The tasks in this phase are classified into concepts classification and modeling, modeling classes hierarchies, mapping reusing and alignment, modeling axioms and relationships, and ontology merging integration and alignment. Figure 14 shows the sequence of execution of the tasks. Output of the phase will be ontology semantic network in the UML format.
• Concepts Classification and Modeling: This activity starts by identifying concepts from glossary and UML use cases diagrams in the ORSD and works by classifying the concepts into different categories depending on their nature. Concepts can be classified using sameness that they have a common structure or exhibit a common structure. OPAL (Object, Process, and Actor modeling Language) (D'Antonio et al., 2007 ) is a UML-and an OWL-based ontology representation methodology that has provided common guidelines for classifying concepts into different categories that are deeply inspired from the primary modeling constructs of UML. These categories are business actor, business object, business process, messages, and attributes. A detailed discussion about these categories can be found at (D'Antonio et al., 2007) . Before classifying concepts into categories, concepts are needed to be divided into four basis constructs (i.e. classes, object properties, datatype properties, and objects) that are necessary to complete a rich ontological representation of an observed reality.
Classes (also called concepts) in ontology are similar to UML classes that represent collections of similar entities (objects) serving the roles of business agents, business object, or business processes in a domain of discourse. Classes in a domain can be people, places, roles, things, organizational units, and occurrences or events. Classes in a domain are identified from the terms belonging to the noun or noun phrase classes of parts of speech. Classes in a domain will be related with each other due to either sharing or having some kind of semantic connection. Table 5 illustrates an excerpt of potential classes in WPO. Objects (also called instances) are occurrence of classes that are tangible and can be comprehended intellectually. In OE, classes are the logical modeling of a domain and objects are physical representation of classes. An ontology constituting classes together with a set of object forms a knowledgebase (Noy & McGuiness, 2001 ).
Properties represent characteristics of classes and will be used for relating classes with other classes or literals in the format of domain-range relationships pattern. Properties in a domain are identified from the terms belonging to the verb or verb phrase classes of parts of speech. In OE, properties can be either object properties or datatype properties. Object properties are similar to UML messages in a domain of discourse that represent information exchange during interactions between classes and representing relationships between instances of classes. Datatype properties are similar to UML attributes, characterizing the information structure of classes and representing relationships between instances of classes with instances of literals. A datatype property can be either atomic for modeling elementary information (e.g. URLText) or complex for modeling structured information (e.g. UserName is composed of first name, middle name, and last name). Table 5 illustrates an excerpt of object properties and datatype properties of WPO.
• Modeling Classes Hierarchies: In this stage, classes are organized into hierarchies that are conceptual clusters of classes using the criteria of sameness in their properties. Classes are classified into categories by first creating conceptual descriptions of categories and then classifying the classes according to the descriptions. A class hierarchy shows the existence of classes and their relationships in a logical view. A class hierarchy is created by relating classes in a category hierarchically using the generalization-specification (i.e. is-a) relations. Classes in a hierarchy are arranged in superclass-subclass pattern where superclass is general and subclass is specific. There are three ways to arrange classes in a hierarchy (Gómez-Pérez et al., 2007) : (1) top-down (from general to specific that is from most abstract to most concrete), (2) bottom-up (from specific to general that is from the most concrete to the most abstract), and (3) middle-out (from the most relevant to the most abstract and most concrete). Middle-out approach tends to be more common and effective because concepts of the middle level are more informative about a domain. POEM uses middle-out approach by first identifying the salient concepts and then generalizing and specializing them. POEM encourages reusing of existing ontological and non-ontological resources. Therefore, once a candidate class is identified while constructing a class hierarchy, then mapping would be performed by searching the ontology library to find similar class in any of the existing ontologies. If yes, it will be reused via importing it in the developing ontology otherwise it would have to be engineered in the developing ontology. Alignment is not physical reusing of classes (i.e. importing of classes) rather ontology is connected with required classes in the existing ontologies via developing explicit relationships. POEM carries out this activity in accordance to NeOn Methodology (Suarez-Figueroa & Gomez-Perez, 2009 ) which provides a comprehensive framework for reusing ontological and non-ontological resources. The resulting class hierarchy can be extended with other UML relations such as part-of relations between classes using aggregation and composition. Conclusively, this task will convert the informal ontology representation into diagrammatic representation in the form of a set of UML class diagrams. Figure 15 illustrates an excerpt of the WPO UML class hierarchy.
• Modeling Axioms and Relations: The level and ability of ontologies to describe axioms and relations signifies their power. Axioms are logical assertions/constraints that are imposed by modeling reality and represent the complete theory that ontology is describing in its domain of discourse. Axioms are statement in the if-then (antecedent-consequent) format that constitutes the logical inferences which can be drawn from an assertion in a specific format. A simple example of axioms is disjointness that is classes in a category belonging to the same level are mutually disjointed (i.e. the object of one class in a disjointed set cannot be the object of another class in the same set). Properties of a class represent relationships/links of a class with other classes or literals in ontology. Linking classes using relations in an ontology exhibits that how object are related and how they interact with each other in the domain of discourse. Property restrictions (i.e. quantified, and cardinality) delegates business rules that defines rules needs to be followed while defining objects of classes in ontology (e.g. a person can be a student if he has exactly one occurrence of age property which value is greater than or equal to 5 years). In this stage, classes in a domain that are identified in concepts classification and modeling stage are needed to be enriched semantically by imposing different axioms and property restrictions from the domain of discourse. Figure 16 depicts an excerpt of relationships between the classes in WPO.
• Ontology Merging Integration and Alignment: POEM is iterative methodology and each iteration would produce a new incremental version of the ontology. The ontological model produced in a recent iteration needs to be merged and integrated with the ontological model produced in the previous iterations to obtain a single unified ontology that would have/include all the knowledge obtained from the domain so far. POEM supports the hypothesis of METHONTOLOGY that integration should be carried out at knowledge level (i.e. in conceptualization) not at the symbol level (i.e. in formalization, when selecting the representation language) or implementation level (i.e. when the ontology is codified in the target language). At this stage, the ontology merging integration and alignment is performed by either simply defining relationships between the classes in new and previous versions of ontology or restructuring the class hierarchies at certain level and then defining relationships between the classes. Figure 17 illustrates the conceptuallevel understanding of ontology merging integration and alignment in WPO.
Ontology implementation
At the ontology implementation (OI) phase, the ontology has to be codified in a formal ontology development language. This stage is concerned with transforming the conceptual ontological structures created in the ontology designing phase into a formal and explicit format to be understandable by both machines and humans and directly usable by the applications. ODT plays the key role in this phase by bringing the conceptual models and designs into physical reality with minimal assistance of DEs for the required application and domain requirements. The activities in this phase are classified into selection of representation language and tools, and codifying ontology. Figure 18 illustrate the sequence of execution of the tasks in this phase. Output of the activity is actual ontology code in a formal ontology representation language.
• Selection of Representation Language and Tools: In this task, appropriate formal representation language and tools are to be selected for the ontology development. However, certain factors related to ontology representation languages (i.e. expressiveness power, computational complexity of the associated reasoning, and level of acceptance within the community) as well as business requirements are needed to be considered while in selection of formal language for ontology. A number of formal languages are available for ontology developments varying in expressiveness power, computability, and decidability. Similarly, a number of automatic tools are also available that are providing features for the automatic and quick development and visualization of ontologies. Detailed surveys of ontology modeling languages, and OE tools and APIs are presented in Corcho et al., 2003) . Similarly, a number of serialization formats are also available for ontology developments and a detailed discuss about serialization formats can be found at . However, Web Ontology Language (OWL) is the W3C standard and is the most commonly used and accepted ontology development language in the OE community. Similarly, Protégé is the most commonly used ontology editing tool.
• Codifying Ontology: In this task, ontology is codified using the selected formal ontology language and tools in accordance to the requirements gathered and designs produced. Results from sub-development cycles (regarding sub-ontologies, and previous versions) are integrated and a new version of ontology is created. The WPO is developed in OWL-DL dialect of the OWL in RDF/XML serialization format using Protégé 4.3 ontology editor. Figure 19 shows an excerpt of the WPO code in OWL.
Ontology quality testing and release
The architecture of POME results in a series of layered sub-ontologies (i.e. incremental versions) that encapsulates collaborating classes. Each of the ontological elements (i.e. sub-ontologies and classes) represents information that helps in achieving ontology requirement and business requirements indirectly. The objective of ontology quality testing is to uncover the greatest possible number of errors (i.e. arise due to classes collaborations within a sub-ontology) with a manageable amount of efforts applied over a realistic time span. Ontology quality testing is essential before releasing ontology to customer for reducing the chances of experiencing frustrations associated with poor quality ontology. A set of quality matrices for ontology quality testing has been proposed in (BurtonJones, Storey, Sugumaran, & Ahluwalia, 2005) . The activities in this phase are classified into syntactic quality testing, semantic quality testing, pragmatic quality testing, and ontology release. Figure  20 illustrate the sequence of execution of the activities in this phase. Output of the phase is a tested incremental version of ontology and ontology release notes.
Syntactic quality testing
Syntactic quality testing employs measures to estimate the quality of ontology according to how it is written (Burton-Jones et al., 2005) . Syntactic quality is measured in lawfulness and richness. Lawfulness is the degree to which ontology language syntactic rules have been followed. Richness is the degree to which features in ontology language are exploited for ontology development, the more the better. A set of quality matrices has been proposed and reused for syntactic quality testing from both software engineering and OE communities (Duque-Ramos et al., 2014) . Matrices from software engineering community include response for a class, number of ancestor class, and number of children per class. Matrices from OE include lack of cohesion in method, property richness, attribute richness, and inheritance relationship richness. OntoQA (Tartir & Arpinar, 2007 ) is a Figure 18 . Sequence of execution of activities in OI tasks.
feature-based ontology quality testing tool that uses the combination of these matrices for evaluating and analyzing ontologies from both schema and knowledge base perspective. Results of syntactic quality testing of WPO (i.e. after 2 iterations) using OntoQA is shown in Table 6 . Interpretation of the matrices (i.e. using the information provided in (Tartir & Arpinar, 2007) ) shows satisfactory results for WPO syntactic quality testing.
Semantic quality testing
Semantic quality testing evaluates the meaning of terms in the ontology in terms of interoperability, consistency, and clarity (Burton-Jones et al., 2005) . Interoperability measure estimates the meaning of terms (i.e. classes and properties) in ontology and is achieved by checking the terms in the ontology in another independent semantic source (i.e. generic lexical database such as WordNet) using the formula EI = W/C here C is the total number of terms used in the ontology and W is the number of terms having senses in WordNet. Clarity measures the context clarity of the terms in ontology and is estimated using the formula CL = (∑ 1/A i )/W; here, A i shows the number of meanings of every interoperable term in WordNet. Consistency measures whether terms have consistent meaning in ontology by finding any contradiction (i.e. declaring of an object of two disjointed classes) and correct use of molding constructs. To calculate consistency, the ontology has to pass through two major tests: sub-sumption test to check whether a class is a sub-class of another class or not, and the logical consistency check to see whether a class can have any instance or not. Consistency checking of the ontology can be achieved using a reasoner (e.g. Fact++, HerMiT, Pellet, and RacerPro). A reasoner works by taking a manually created class hierarchy (called asserted ontology) to automatically compute an inferred class hierarchy (called inferred ontology) using the descriptions of classes and relationships. Figure 21 depicts a snippet of the WPO asserted and inferred class hierarchies after reasoning using Fact++ in Protégé 4.3.
Pragmatic quality testing
Pragmatic quality testing evaluates the usefulness of ontology for its users irrespective of syntax and semantics (Burton-Jones et al., 2005) . Pragmatic quality of ontology is measured in its accuracy, comprehensiveness, and relevancy. Accuracy checking determines that the asserted knowledge in ontology agrees with the experts' knowledge in the domain. Ontology with correct definitions and descriptions of classes, properties, and individuals will result into high accuracy. Recall and precision rate are the two primary measures used for evaluating the accuracy of ontology (Maynard, Peters, & Li, 2006) . The accuracy of ontology can be measured by defining use cases. Use cases are concerned with CQs that are used for creating SPARQL queries to query ontology for retrieving relevant information. For example, a user might be interested in finding the URL of a particular web page which is the CQ3 of the WPO. A SPARQL query can be created on the basis of this use case and issued to WPO to answer with its content as shown in Figure 22 . Relevance refers to coverage verifies that whether ontology satisfies a user's specific requirements. Relevancy checking, however, requires prior knowledge about a user's needs. Relevance can be checked in two ways: (1) semantically annotation and mapping of UML diagrams with the ontology contents by the DEs, and (2) using CQs to retrieve specific answers from the ontology contents. The second method is similar to querying ontology using SPARQL queries. Comprehensiveness refers to completeness and is a measure of the size of the ontology that whether the ontology satisfies the requirements and constraints of the problem it was meant to solve. Larger ontologies are more likely complete representation of their domains and provide more knowledge to their users. Comprehensiveness of the ontology can be evaluated using the domain goals, coverage of the ontology, and the degree of response to CQs.
Ontology release
Once ontology is thoroughly tested and approved against the specification provided in the requirements, it could be released for applications' uses. Like software engineering, ontology release notes documents should be produced at this stage that is shared with users, customers, and organizations. There is no standard format for release notes to be followed throughout the industry. However, ontology release notes details the general information and key issues about the current ontological version. The general information includes purpose, version number, type of release (e.g. final or not final release), release date, several statistics (e.g. number of classes, number of object properties, and number of datatype properties) about the total and newly added content, refactoring, license type, tests results and tests procedures, and potential applications about ontology. Key issues include the problems and errors identified in the testing process, bugs fixed, and novel methods of operations (e.g. how to perform a search process) about ontology. Ontology release notes are to be written by the ODT.
Ontology evaluation and feedback
After cold tests, the incremental version of ontology is provided for users' experiences using in different applications and problem solving methods. Although, ontology would have been tested in the previous phase, there could be still the possibilities of bugs, usability issues, and room for improvements which could only be identified if ontology is used in real-world scenarios. The activities to be carried out at this phase can be broadly classified into ontology evaluation and customer feedback. Figure 23 show the sequence of execution of activities at this phase.
Ontology evaluation
Ontology evaluation is the process of using ontology by the users with the intention of uncovering hidden errors and uncertainties. Ontology evaluation information will be helpful for ODT in more understandings about coverage, quality, reliability, and performance of ontology. Ontology evaluation will also provide information about ontology usage analysis that would help ontology developers in determining which parts of ontology could be used the most and which are not at all, and which parts of ontology are needed to be updated, deleted, or improved. A detailed review on the importance of ontology usage analysis is presented in (Ashraf et al., 2015) . Ontology evaluation can be either open evaluation or closed evaluation. Open evaluation is uncontrolled where users are allowed to use ontology for all possible use cases and application scenarios. Close evaluation is controlled evaluation where some specific use cases would be outlined for evaluation of ontology by the ODT, DEs, and end-users. POEM uses close approach due to producing ontological products in increments where each increment would be addressing a specific aspect of ontology and the ODT and DEs would be interested in evaluation of ontology in that specific aspect (i.e. completeness, accuracy, clarity, and relevancy).
User feedback
User feedback is the process of collecting information about users' experiences of using ontology after the evaluation process. User feedback can be either evaluation-specific or unfolding aspects of ontology which has not yet been discovered. Different techniques have been proposed for taking and valuing user feedbacks in the field of software engineering. Criteria-based assessment is a quantitative assessment technique that is derived from ISO/IEC 9126 Software Engineering-Product Quality standard providing information about usability, sustainability and maintainability areas of a product. POEM encourages the using of the same technique for ontology evaluation and taking users' feedbacks. All that is required in the methods is the creation of questionnaire consisting of questions from each area of ontology and rating of the answer options. The summary score of each criterion will indicate clear understanding of the strength or weakness of ontology in an area.
Plan the next iteration
Testing and evaluation of incremental versions of ontology will not only determine the degree of completeness of ontology but will also highlight a number of issues that will require immediate attention from the ODT. Planning next iteration needs to detail what is to be done in the next iteration in a fine-grained way. This would be a fine-grained plan for a next single iteration and would be developed under the ontology project plan. However, it could affect the ontology project plan. The ontology project plan plans out the entire project into detailed iterations in advance but the project unfolds as iterations progresses and plans changes using the feedbacks obtained after delivery of the incremental versions of ontology. For next iteration planning, POEM uses the idea of iteration or sprint plan from agile software engineering methodology that emphasizes on changing and articulating new plan as per situations. Like agile process, POEM makes honest plans based on the users' feedbacks. However, plans should not be of short duration because that could affect the ontology project plan. Plan for the next iteration will determine the current status of the ontology project, results of the current iteration, list of scenarios and use cases that must be completed by end of the next iteration, a list of risk that must be addressed by end of the next iteration, and list of changes (i.e. bug fixes, and changes in requirements) that must be incorporated in the current version of the ontology. Output of the phase is Next Iteration Plan Document (NIPD) comprising of different sections about needs of the next iteration, tasks to be achieved in the next iteration, and objective achieved in the current iteration. Template of NIPD is shown Figure 24 .
POEM assessment
The focus is on assessing the comprehensiveness and effectiveness of POEM. We have divided the quantitative assessments of POEM into two sessions: (1) experiment for comparing the features offered by POEM with other OE methodologies using a criterion extending IEEE standard, and (2) experiment for evaluating effectiveness of POEM by how POEM improves the quality of the result (i.e. ontologies). The sessions are separated in time and each session involves a different criteria, objective, and participants. Below we describe the experiments settings, the participants, and the criterions we have applied in order to assess POEM.
First session experiment settings and results
POEM exploits the large experiences drawn from the widely used standards in the software engineering for building SW ontologies. In order to compare POEM with different ontology building methodologies generally and web ontology building methodologies specifically, a comparison framework has been established that is majorly using the framework presented by Fernández-López and Gómez-Pérez (Gómez-Pérez et al., 2007) based on the IEEE 1074-1955 standard for software development life cycle. Two different criterions are used for comparing POEM with other sister proposals and are shown in Tables 7 and 8 respectively. The criterion included in Table 7 is of subjective features whose values are determined by contacting and analyzing the mother or relevant literature sources. The criterion included in Table 8 is empirical and an empirical study is conducted for the determination of values of the features. The subjects of the study are twenty (20) participants who are voluntarily selected from the junior researchers (i.e. master students) specializing in areas of Web Semantics and Web Engineering in the Department of Computer Science, University of Peshawar. The criterion for selection of the participants is their familiarity, understanding, and having much experience of the ontologies and OE phenomenon. Anyhow, for accurate estimations, first the students are trained with the available ontology building methodologies (including POEM) for a week and then they are asked to fill a questionnaire consisting of questions regarding the criterion features of each methodology. The questionnaire is close-ended where each question is given with four potential answer options. The options were: (1) not proposed-the criterion feature is not referenced at all, (2) proposed-the criterion feature is referenced only, (3) described-the criterion feature is included but no detailed technique is proposed, and (4) fully described-the criterion feature is include and detailed technique is proposed, respectively to cover all of the possible features in a methodology. For numerical analysis the options are weighted with 0, 1, 2, and 3 ranks respectively. The value of a criterion feature is computed by taking arithmetic mean of the corresponding answers reported by the participants using the formula shown in Equation (1) where n is the sample size (n = 20) and A i is answer of the ith participant. The overall maturity of a methodology is shown in summary score that is computed by taking sum of all of criterion feature values using the formula shown in Equation (2) where m is the total count of criterions and C i is criterion value of the ith criterion feature. Table 7 compares the methodologies using the construction strategy used for ontologies by the methodologies. Comparatively, POEM provides satisfactory results by following approaches that are most commonly supported by the researchers and practitioners for the ontology engineering. For example, POEM is using the prevailing evolving life cycle model, using the most commonly used middle-out approach for identifying concepts in ontology taxonomy, and supporting incrementalbased development which grows a developing ontology by layers and new definitions would be included when a new version is planned, etc. Rest of the information in the table are self-explanatory. Table 8 empirically compares the methodologies using an extended version of the framework proposed by the IEEE 1074-1995 standard. The framework is extended with certain additional features especially project management (e.g. project planning and scheduling, risk analysis, and merging and alignment) to provide an extended comparison. POEM realizes the complexity of an SW ontology building project and incorporates pre/post project management activities equally to core development activities. POEM suggest the proper ontology project initiation, feasibility analysis, project planning and scheduling, risk analysis and management, taking users' feedback, laying plan for the next incremental version, installation, maintenance, and retirement that makes POEM advantageous over its competitors especially METHONTOLOGY and UPON. Particularly, the risk analysis and management provides a measuring tool to both ODT and DEs that earlier methodologies do not have. Another advantage is, like UPON, POEM has strong roots in UML and suggests using of UML tools (e.g. Rational Rose, and Microsoft Visio) for diagramming and documentation for ontology requirements and designs, etc. Another broad aspect of POEM is its milestone-and deliverable-oriented nature emphasizing on the production of enough documentations at each phase and activity (properly approved by the ontology quality assurance group) for helping ODT and DEs in understanding, guiding, and control the ontology building process.
(1)
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Second session experiment settings and results
For effectiveness assessment of POEM, another empirical experiment is designed for the second session. The subjects of the second session are 15 participants who are either having substantial experience or directly involved in developing ontologies using POEM including ontology developers mainly PhD students, DEs, and end-users. The data for the empirical experiment is collected from the participants using a questionnaire consisting of 30 questions. Questions in the questionnaire are propositions whoes answers are selected from a 5-point Likert-scale, ranging from "strongly disagree" to "strongly agree." The questions describing the methods and measures for assessing effectiveness of the POEM are included in the questionnaire to exploit experiences of the personals and characteristics of the ontologies developed using POEM. The questions analyzes POEM with respect to its neutrality, coverage of problem, usability, usefulness, solving tasks faster, modeling mistakes, results quality, and using of software engineering experiences for OE. Table 9 summarizes statistics of the participants' responses to the questions. About 73.78% of the participants (31.56% strongly agree and 42.22% agree) agreed in effectiveness of POEM and showed their confidence, whereas, only 17.11% of the participants (6.89% strongly disagree and 10.22% disagree) did not.
The data collected using Likert-scale is of ordinal scale. With ordinal scale, the order of the values is important and significant but the difference between each one is not really known. For analyzing Likert-scale data with descriptive statistics, we combined the five response categories (i.e. strongly disagree, disagree, neutral, agree, and strongly agree) into two nominal categories (i.e. disagree, and agree) for allowing to carry out Chi-Square test. Table 10 shows the distribution of response categories into nominal categories and their percentage values in the nominal categories and in the total. To check whether POEM provides an effective approach for developing SW ontologies, we have performed a Chi-Square test on the data collected in the second session using SPSS 16.0. The null and alternative hypotheses are respectively: H 0 : POEM is not an effective methodology for SW ontology engineering.
H 1 : POEM is an effective methodology for SW ontology engineering. Table 11 shows results of Chi-Square test, where Pearson Chi-Square statistic χ 2 = 71.20, and p < 0.001. The null hypothesis is rejected, since p < 0.05 (i.e. in fact p < 0.001). Therefore, the alternative hypothesis is significant, which signifies that POEM is an effective methodology for SW ontology engineering.
Additional comments
Apart from the frameworks comparisons, several related valuable characteristics of POEM are observed in the process. These includes: (1) flexibility for empowering ODT in determining the development phases according to nature and complexity of ontology building project, (2) flexibility for accommodating changes at any stage of the ontology building life cycle, (3) supporting reuse of ontological and non-ontological resources to accelerate the ontology building process, increase probability of producing high quality ontological product, save time, and reduce costs, (4) blurring the difference between ontology development and ontology maintenance results into the production of a highly customizable ontological product, and (5) applicability in complex domains where information would be difficult to extract and understand, and may be not readily available. Despite potential advantages, POEM also has several weaknesses/challenges including: (1) requiring active and timely involvement and commitment from the ODT, DEs, and end-users to finish ontology building project within the defined timeframe and constraints, (2) communication and coordination skills plays major role in a project progress, (3) a confusion may arise due to informal demands of improvements after each phase-controlled mechanisms need to be develop to handle subsequent requests, (4) success of a project is highly dependent on the proper project planning and scheduling, and risk analysis and management-requiring high level of expertise to carry out these tasks, (5) correct division and estimation of a project into increments requires prior clear and complete definition of the whole requirements and applications which might not be readily available, (6) applicable but not suitable for small ontology building projects, and (7) requiring strong technological support that tools should extend either full or partial to the methodology.
POEM and collaborative OE
Collaborative OE is a consensus building process that involves collaboration and participation of geographically distributed stockholders to develop useful and economically feasible ontologies in an incremental and asynchronous fashion (Simperl & Luczak-Rösch, 2013) . Collaborative OE is the result of intensive theoretical and research within the fields of SW and supporting technologies (e.g. Web 2.0). Stakeholders in collaborative OE use Wikis and similar communication platforms as the most important technological components to exchange ideas and discuss modeling decisions. OE methodologies varies for centralized and collaborative OE. A collaborative OE methodology has the phases (Karapiperis & Apostolou, 2006) : (1) preparatory and analysis phase that defines the criteria of analysis of the domain to be captured in the ontology by agreeing stockholders on the requirements and their priorities for guiding and assessing its success, (2) anchoring phase to develop initial version of ontology that will seed next phase, (3) iterative development phase for revising ontology until consensus is reached through a consensus building technique, and (4) application phase to apply the final ontology structure to demonstrate its uses. The two fundamental roles in collaborative OE are ontology editors and ontology contributors where the former have the authority to perform changes in the ontology and the later give feedback and suggests changes based on new and evolving requirements of their particular settings (Simperl & Luczak-Rösch, 2013) . POEM, by nature, is a comprehensive methodology proposing an extended list of activities that have the potential to fulfill the phases of collaborative OE methodology, as described above. However, in the context of this paper, POEM is experimented and used for centralized OE. Furthermore, the ontologies developed using POEM, are all based on centralized approach. As collaborative OE has emerged as an independent research topic in the OE community, therefore, POEM is to be experimented in the collaborative OE paradigm and may be enhanced or restructured accordingly to provide full potential support.
Conclusion and future work
A number of OE methodologies are reported in the literature for OE generally and web OE specifically. However, none of them has been accepted as a standard nor used commonly to be adopted as a standard in the near foreseeable future. Therefore, OE is still much of an art and not an engineering discipline. Building ontology is not the same as developing a software system, but the steps and phase used for software systems development can be equally applied to ontologies development.
In this paper, we have presented a methodology for SW ontology building called practical ontology engineering model (POEM) that leverages the large valuable experiences and concepts from the widely accepted standards of software engineering and other state-of-the-art technologies. POEM is an evolutionary incremental methodology that consists of sequence of phases and activities for guiding SW ontology building projects from inception to deployment. The strength of the methodology lies in the clear incorporation of software engineering experiences for SW ontology engineering and its vibrant support for ontology project management activities equally to the core ontology building activities within a single suit. The phases and activities within the phases are comprehensive enough to provide enough opportunities to project the need and feasibility of the project, to understand domain of interest and scope and complexity of the ontology, to properly plan and schedule the project for effective utilization of resources and skill of the experts under the project's constraints, to effectively anticipate the risk which could hinder the project and ultimately the quality of the ontology to be developed, to correctly transform conceptual models into semantic networks for achieving extreme accuracy at implementation, and to design effective testing and feedback strategies to fuel plan for the next iterations. The methodology is flexible enough allowing ODT to scale and customize the phases and activities according to the natures and contexts of projects. Theoretical and empirical evaluations of POEM have shown that POEM has all of the features of the best solutions and in some cases outclass them by providing features which they do not have. In addition to SW ontology building, PEOM has the potential application for a wide range of ontology building projects at enterprise level. Practicality of POEM has been demonstrated by developing WPO as proof-of-concept in this paper. Apart from it, POEM has been experimented in a few of the ontology building activities (e.g. used in the ontology building project for supporting the automation of hospital management systems of KP, Pakistan) of the WISE (Web Information and System Engineering) research group projects at the University of Peshawar. POEM, however, is a pragmatic approach and do not claim to be an orthogonal, complete, and universally acceptable one. It, therefore, needs attention from the academia and industry for its usage in technically high and large scale ontology building projects to effectively evaluate its strengths and weaknesses.
POEM has almost all of the phases and activities that are needed for collaborative OE, but focused on centralized OE in this paper. In the future, we are considering to use POEM within the collaborative OE and may integrating the missing collaborative OE activities within the POEM to provide full potential support.
