Clock synchronization is highly desirable in distributed systems, including many applications in the Internet of Things and Humans (IoTH). For IoTH, Bluetooth Low Energy (BLE) -a subset of the recent Bluetooth v4.0 stack -provides a lowpower and loosely coupled mechanism for sensor data collection with ubiquitous units (e.g., smartphones and tablets) carried by humans. This fundamental design paradigm of BLE is enabled by a range of broadcast advertising modes. While its operational benefits are numerous, the lack of a common time reference in the broadcast mode of BLE has been a fundamental limitation. This work presents and describes CheepSync: a time synchronization service architecture for BLE advertisers. We implement CheepSync on custom designed nRF24Cheep beacon platforms (as broadcasters) and commercial off-the-shelf Android ported smartphones (as passive listeners); and show that the average (single hop) time synchronization accuracy is in the 10 μs range.
INTRODUCTION
Time synchronization across distributed clocks is an area with a rich history [1] . It includes a whole gamut of solutions covering the notion of ordering of events with virtual clocks to relative/absolute synchronization for platforms that are resource savvy to constrained. In this regard, developing a common time service for distributed systems consisting of constrained devices is particularly challenging.
Permission to make digital or hard copies of part or all of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for third-party components of this work must be honored. BLE has inherited several technical features from Classic Bluetooth that provide for robust, reliable connections. However, the most significant difference is its asymmetric design. While the standard mode of operation is typically based on a master device connected to a number of slave devices, it offers a new feature in the form of an 'advertisement' (configurable through the broadcast/peripheral mode of BLE). This new mode offers unidirectional communication between two or more LE devices using advertising events, thereby achieving a communication solution without entering into a bonded connection (as required for Classic Bluetooth). Such a loose coupled manner of data transfer is undoubtedly more energy efficient; but also unearths other limitations. For example, the broadcast mode of communication does not provision for a time synchronization service; even though this feature is included in the solution stack, but can only be availed upon pairing.
BLE provides a range of broadcast advertising modes, of which the most energy efficient is the non-connectable undirected advertising mode (ADV NONCONN IND): a transmitonly, broadcaster mode without any listen window. Establishing time synchronization in this mode of BLE operation is challenging due to many reasons. First, the traditional techniques of message passing among different elements is not supported by this network architecture (i.e., Bluetooth v4.0 specific); and as a result, timing uncertainties cannot be compensated by exchanging time stamped packets, or 'pings' between nodes. Second, devices receiving advertisement data (such as smartphones) have high functional asymmetry compared to the BLE broadcast units. They typically run on a multithreaded and multitasking operating systems (OS) (such as Android) where the measure of system latencies and their associated uncertainties can be many orders of magnitude higher than those at the transmitter end. Third, low-level timestamping on such multifunctional receiver devices can be performed to a certain limit and is subject to system restrictions of the underlying firmware. Therefore, motivated by the need to overcome the above limita- tions and yet be able to establish a common time reference across resourced constrained BLE devices operating in the ADV NONCONN IND mode, we propose CheepSync.
CHEEPSYNC PROTOCOL
Protocol overview. The basic CheepSync mechanism uses the broadcaster mode of BLE to transmit a single advertisement packet from the beacon (transmitter) unit to the control (receiver) unit. The broadcasted message contains: (i) the transmitter's current timestamp value, a counter field that increments every interval ms and is the estimated local time at the transmission of the advertisement packet; and (ii) the aggregate delay incurred during the transmission of the previous packet. On message reception, the receiver obtains the corresponding 'wall' clock time expressing time (in nanoseconds) since the epoch. The difference between the local and 'wall' clock time of a synchronization point estimates the clock offset of the transmitter. The counter value ts counter is needed to estimate the time elapsed on the beacon unit. If the underlying platform uses a b bit field to store the timestamp value and the timer fires every interval ms, then the total time that can be represented by the timestamp field is (2 b * interval) ms. Therefore, the configuration of b = 24 bits and interval = 100 ms can be used to make the timestamp value work for approximately 19 days without rolling over. System description. The system is composed of two units: beacon and control. The beacon unit consists of resource constrained sensing tags, custom designed nRF24Cheep BLE platforms (Fig.1) , which are deployed in the region-of-interest. They are responsible for measurement of simple physical parameters, and disseminating that information through undirected BLE broadcasts. The RL78 core of the beacon unit provides a range of interval timers. Its nRF24L01+ radio, although not strictly compatible with BLE, can be made to operate as a BLE transmitter by configuring the transceiver settings 1 . nRF24Cheep provides high determinism in ac- 1 The necessary RF configurations for BLE compliance can be obtained from [3] . For accurate timing information, it is important that time stamping is done as close to the hardware (layer) as possible. Our analysis showed that the lowest layer accessible entity on Bluedroid is userial.c. It interfaces with the standard UART driver, and provides a common interface for the time-sync to work on multiple phones without introducing many hardware changes. Clock drift management. CheepSync, rather than modeling the frequency instability, does continuous skew adjustments over a measurement window on the control unit using linear regression. As shown in Fig. 2(a) , without drift compensation, the mean error in synchronizing the transmitter and receiver clock is in the millisecond range (μ=2.62 ms, σ 2 =6.37312 μs), but can be bought down to a few microseconds with correction (μ=0.0667 ms, σ 2 =3.89512e-02 μs and 0.64 ms at the 95% cumulative probability level). Preliminary results. Our evaluation with a static setup of 8 beacon units and 1 control unit, with the advertisement packets broadcasted at an interval of 100 ms and at their lowest transmit power of -20 dB, shows an average error of 8 μs and a 95% error probability of less than 0.04 ms (Fig. 2(b) ).
FUTURE WORK
CheepSync would further benefit by mechanisms to perform more fine-grained low-level timestamping on Android ported phones without compromising on its portability aspects. In addition, we are also working towards understanding and evaluating mobility induced impacts on the synchronization accuracy.
