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Resumen
La complejidad actual de los sistemas robotizados y de las aplicaciones que e´stos deben realizar requiere que los robots dispon-
gan de un control automa´tico que permita la ejecucio´n de las distintas tareas que forman parte del algoritmo de control y que tenga
en cuenta cuestiones relacionadas por ejemplo con la periodicidad, el modo de ejecucio´n, el hardware que se utilizara´, etc. Para el
desarrollo de este tipo de aplicaciones de control en los u´ltimos an˜os se tiende a la programacio´n basada en componentes puesto
que e´sta permite obtener co´digo reusable. Ası´ mismo tambie´n se esta´ incrementando la utilizacio´n de middlewares que permiten la
abstraccio´n de los sistemas operativos, el soporte de tiempo real y la infraestructura de comunicaciones. En el presente artı´culo se
propone la utilizacio´n de un middleware orientado especialmente a la robo´tica: OROCOS. Ası´ se describe co´mo haciendo uso de
una de sus librerı´as, Orocos Toolchain, se han desarrollado una serie de componentes correspondientes a distintos algoritmos para
el control dina´mico de robots, aplica´ndose a un robot paralelo de 3 grados de libertad (DOF). Copyright c© 2012 CEA. Publicado
por Elsevier Espan˜a, S.L. Todos los derechos reservados.
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1. Introduccio´n
El control automa´tico de los sistemas robotizados actuales
involucra cada vez ma´s la implementacio´n de distintas tareas a
realizar por el robot con distinto grado de complejidad, de natu-
raleza perio´dica o aperio´dica, ejecutadas de manera local o dis-
tribuidas a trave´s de una red de comunicaciones y para lo cual
es necesario manejar hardware de distinta naturaleza. Abordar
la implementacio´n de controladores para una nueva plataforma
robotizada supondrı´a volver a desarrollar co´digo adecuado para
el nuevo hardware o en el mejor de los casos adaptar el ya exis-
tente. En la u´ltima de´cada ha habido un intere´s creciente en los
sistemas software basados en componentes que faciliten el tra-
bajo en situaciones como las anteriormente descritas a partir del
desarrollo de componentes reusables y que puedan interoperar
fa´cilmente entre ellos. Segu´n (Clements and Shaw, 2009) plan-
tear el desarrollo de co´digo bajo esta ﬁlosofı´a es posible debido
a la situacio´n de evolucio´n o maduracio´n en la que se encuentra
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actualmente la arquitectura del software en donde la programa-
cio´n orientada a objetos se encuentra totalmente establecida y
en la que un componente podrı´a entenderse como un objeto,
destacando su interoperatividad y reusabilidad. Ası´, en (Alonso
et al., 2011) se comenta que el desarrollo de software basado en
componentes (CBSD) es una alternativa de disen˜o que favorece
la reutilizacio´n de elementos software y facilita el desarrollo de
sistemas a partir de elementos preexistentes, siendo un compo-
nente software una unidad de composicio´n con interfaces bien
deﬁnidas y un contexto de uso explı´cito. Como complemento a
esta deﬁnicio´n, en (Tang et al., 2011) se expone que el CBSD
se basa en la descomposicio´n de un software en componentes
lo´gicos o funcionales con interfaces bien deﬁnidas, con el ﬁn de
facilitar el tiempo de desarrollo y mejorar el mantenimiento del
sistema. Analizar el coste de un CBSD, sin embargo, es un tema
que ha evolucionado poco dentro de la ingenierı´a del software
y en su estimacio´n resulta importante considerar, no so´lo en el
coste de la creacio´n, sino tambie´n la eﬁciencia y productividad.
A la hora de desarrollar un CBSD es conveniente contar con
un entorno de trabajo que de´ soporte a este tipo de ﬁlosofı´a de
programacio´n del software. Dentro de la robo´tica existen algu-
nos middleware que facilitan dicha labor. Los middleware fun-
cionan como una capa de abstraccio´n de software distribuida,
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que se situ´a entre las capas de aplicaciones y las capas inferio-
res (sistema operativo y red). Ası´ el middleware abstrae de la
complejidad y heterogeneidad de las redes de comunicaciones
subyacentes, ası´ como de los sistemas operativos y lenguajes
de programacio´n, proporcionando una API para la fa´cil progra-
macio´n y manejo de aplicaciones distribuidas (Campbell et al.,
1999) . En la actualidad existen diversos middlewares, muchos
de ellos pensados para aplicaciones robo´ticas como son Pla-
yer (Gerkey et al., 2003) (Collett et al., 2005), Orca, Miro (Utz
et al., 2002), OpenRDK, Marie (Cote et al., 2006), Smartsoft,
Orocos (Bruyninckx, 2001) o ROS.
Para el presente trabajo se escogio´ el middleware OROCOS
por estar especialmente pensado para robots industriales y por
la librerı´a de tiempo real que ofrece, la Orocos Toolchain, la
cual, lo hace especialmente indicado para aplicaciones en las
que se requiera manejo de tiempo real, como es el caso de la
plataforma robo´tica escogida, un robot paralelo.
Un Manipulador Paralelo (MP) es un mecanismo en donde
el movimiento del elemento ﬁnal, generalmente una platafor-
ma mo´vil, esta´ conectado a la base ﬁja por medio de, al menos
dos cadenas cinema´ticas (Theodor, 2003). Los MPs han supues-
to un campo de investigacio´n muy activo durante los u´ltimos
an˜os. En la actualidad la aplicacio´n de estos resultados de in-
vestigacio´n se ha transferido a la industria, ver (Pierrot et al.,
2009), principalmente debido a las ventajas que los MPs pre-
sentan frente a los robots serie (o de cadena cinema´tica abier-
ta) ya que, al dividir la carga entre varias articulaciones, los
MPs proporcionan alta velocidad y precisio´n de posicionado,
capacidad de carga y rigidez. Debido a estas ventajas podemos
encontrar diversas aplicaciones de los MPs, como por ejem-
plo el popular robot Delta (Merlet, 1962), que con so´lo 3 DOF
prisma´ticos se puede aplicar satisfactoriamente a tareas de pick-
and-place (Clavel, 1988), aplicaciones me´dicas, como equipos
de reanimacio´n cardio-pulmonar (Li and Xu, 2007), ma´quinas-
herramienta (Pierrot et al., 2009), simuladores de vuelo o con-
duccio´n, ma´quinas de pruebas, etc. (Steward, 1965), (Gough
and Whitehall, 1962), (Merlet, 2000) o (Tsai, 1999).
Adema´s de los conocidos y habituales esquemas de control
PD y PID, se pueden encontrar una gran variedad de esquemas
de control utilizados en los MPs, como por ejemplo, control
robusto no lineal (Kim et al., 1999), control robusto (Fu and
Mills, 2007), control borroso (Stan et al., 2009) y control por
modos deslizantes (Gou et al., 2009) entre otros.
Sin embargo, para controlar de forma efectiva un manipula-
dor consiguiendo una respuesta ra´pida y precisa es necesario el
disen˜o de esquemas de control basados en el modelo dina´mico
del robot (Abdellatif and Heimann, 2010). El modelo utilizado
en este trabajo corresponde a un modelo reducido para el MP
que se obtiene siguiendo la metodologı´a propuesta previamente
por (Dı´az-Rodrı´guez et al., 2010), basada en considerar simpli-
ﬁcaciones debido a las simetrı´as y geometrı´as de las partes del
robot.
El control dina´mico del MP se obtiene a partir de controla-
dores basados en la pasividad y la parte novedosa de este artı´cu-
lo corresponde a la implementacio´n que se ha llevado a cabo
de dichos controladores basada en el concepto de componentes
con el objetivo de permitir su reusabilidad en otras aplicaciones.
Ası´, se describe la descomposicio´n de e´stos en componentes y
su implementacio´n haciendo uso del middleware para robots
OROCOS.
Ası´, el resto del artı´culo se organiza de la siguiente mane-
ra. En la segunda seccio´n, se describe el funcionamiento del
middleware OROCOS utilizado para este trabajo. En la terce-
ra seccio´n se describe el robot paralelo empleado en el trabajo,
ası´ como las ecuaciones obtenidas para su modelado. En la sec-
cio´n cuarta se procede a describir los controladores disen˜ados
ası´ como su implementacio´n. En la seccio´n quinta se muestran
los resultados reales conseguidos con la plataforma de control
desarrollada sobre el robot real. Y se ﬁnaliza con la seccio´n
sexta en donde se describen las conclusiones del trabajo
2. El middleware OROCOS
OROCOS (Open RObot COntrol Software) proporciona las
cuatro funciones principales de un middleware: abstraccio´n del
sistema operativo y soporte de tiempo real, servicios middle-
ware, infraestructura de comunicacio´n y un modelo basado en
componentes (Orocos, 2011a).
El proyecto OROCOS se puso en marcha en el 2001 a pro-
puesta de EURON (la Red Europea de Robo´tica) gracias a un
proyecto subvencionado por la Comunidad Europea. Pese a que
OROCOS es un middleware de reciente creacio´n y en conti-
nuo desarrollo, poco a poco se esta´ consolidando como una de
las mejores opciones para realizar el control de robotS, estando
presente en la actualidad en diversos proyectos de investigacio´n
de a´mbito internacional (Orocos, 2011b).
El proyecto OROCOS soporta en la actualidad tres librerı´as:
Kinematics and Dynamics (KDL), Bayesian Filtering (BFL) y
Orocos Toolchain.
La librerı´a KDL permite reducir el modelado y la especiﬁ-
cacio´n del movimiento a un problema meramente geome´trico
(aunque con varios sistemas de referencia) con ca´lculos ma-
tema´ticos, pudie´ndose resolver un movimiento en base a unas
especiﬁcaciones en cada una de las articulaciones. Para ello
desarrolla un marco de aplicacio´n independiente para el mo-
delado, y otro para el ca´lculo de cadenas cinema´ticas en ro-
bots, modelos biomeca´nicos humanos, ﬁguras animadas por or-
denador, ma´quinas herramientas, etc. Adema´s, proporciona li-
brerı´as predeﬁnidas de clases de objetos geome´tricos, cadenas
cinema´ticas de varias clases (serie, humanoide, paralelas o mo´vi-
les) ası´ como su especiﬁcacio´n de movimiento e interpolacio´n.
La librerı´a BFL proporciona un marco de aplicacio´n inde-
pendiente para, por ejemplo, el procesamiento de la informa-
cio´n recursiva y algoritmos de ca´lculo basado en la regla de Ba-
yes, tales como ﬁltros de Kalman o Filtros de Partı´culas. Estos
algoritmos pueden ser ejecutados como una aplicacio´n en tiem-
po real, o ser utilizados para la estimacio´n de las aplicaciones
de Cinema´tica y Dina´mica.
Relacionado con esta librerı´a, cabe destacar que en la actua-
lidad existen aplicaciones similares a la que propone OROCOS,
llegando a ser, incluso, mejores y ma´s sencillas en su uso. Por
ello, el desarrollo en los u´ltimos an˜os de la BFL es mı´nimo, ya
que no es tan usado como otras librerı´as del proyecto OROCOS.
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Orocos ToolChain es la librerı´a de ma´s reciente creacio´n
del proyecto OROCOS. Su primera versio´n aparecio´ en julio de
2010 y, poco a poco, se esta´ convirtiendo en la herramienta ma´s
usada. Dado que ha sido la librerı´a utilizada en el trabajo del
presente artı´culo a continuacio´n se vera´ con ma´s detalle.
2.1. La librerı´a Orocos Toolchain
La particularidad de la ToolChain es que en esta herramien-
ta vienen incluidas otras herramientas como:
(a) AutoProj, que es una herramienta para descargar y com-
pilar las librerı´as necesarias de forma automa´tica.
(b) Real Time Toolkit (RTT) permite a los desarrolladores la
creacio´n de componentes totalmente conﬁgurables (in-
cluso en tiempo de ejecucio´n) e interactivos basados en
el control de aplicaciones en tiempo real, pudie´ndose usar
en aplicaciones con caracterı´sticas tales como capturar y
graﬁcar el ﬂujo de datos entre los componentes, modiﬁ-
car los algoritmos en tiempo de ejecucio´n, conﬁgurar los
componentes y la aplicacio´n a partir de archivos XML,
interactuar con otros dispositivos directamente desde una
interfaz gra´ﬁca de usuario o mediante el prompt, ampliar
las aplicaciones con estructuras de datos propias y eje-
cutar la aplicacio´n tanto en sistemas operativos esta´ndar
como sistemas de tiempo-real. Adema´s, el RTT, permi-
te que los componentes se ejecuten en cualquier sistema
operativo ofreciendo todas las funciones y comandos del
tiempo real, como la comunicacio´n de los componentes
y la conﬁguracio´n de los mismos mediante un archivo
XML.
(c) Orocos Component Library permite crear todos los tipos
de componentes (apoya´ndose en RTT). Cada uno de los
componentes esta´ deﬁnido a partir de una primitiva lla-
mada TaskContext, la cual deﬁne el entorno (contexto)
ba´sico que debe tener un componente en OROCOS (que
posteriormente se modiﬁca y conﬁgura segu´n las prefe-
rencias del usuario). Este contexto esta´ descrito por cinco
primitivas: Event, property, Command, Method y Data
port. En la siguiente subseccio´n se explica ma´s en detalle
en que´ consiste un componente OROCOS.
(d) OroGen y TypeGen son dos herramientas para generar
co´digo OROCOS a partir de unas cabeceras descritas, o
de un ﬁchero de descripcio´n del componente (con una
sintaxis ya predeﬁnida).
De este modo, y en un u´nico paquete, esta´ todo lo necesario
para comenzar a realizar componentes que tengan distintas fun-
cionalidades. Adema´s, una de las ventajas de Orocos ToolChain
es su soporte multiplataforma ya que se puede trabajar tanto en
Linux como en Windows o MAC (en algunos casos, sin utilizar
la parte de tiempo real).
2.2. Componentes en OROCOS
Uno de los objetivos de OROCOS es que el software para
sistemas complejos no se construya u´nicamente en tiempo de
compilacio´n sino tambie´n en tiempo de lanzamiento a ejecucio´n
o incluso en ejecucio´n. Esto se permite mediante la generacio´n
Figura 1: Robot paralelo 3-PRS desarrollado
y ejecucio´n de componentes. Un componente OROCOS es una
unidad ba´sica de funcionalidad que puede ejecutar (en tiempo
real) uno o ma´s programas en un u´nico hilo (o thread). De cara
al usuario, el sistema esta´ libre de prioridades y todas las ope-
raciones son no bloqueantes, incluido el intercambio de datos
y otras formas de comunicacio´n, como por ejemplo los eventos
y comandos. Otro aspecto importante es que los componentes
de tiempo real pueden comunicarse de forma transparente con
componentes que no sean de tiempo real.
Ası´, mediante el disen˜o modular, se permite un ra´pido se-
guimiento del ﬂujo de ejecucio´n del programa, facilitando la
creacio´n de nuevos componentes que, combina´ndolos con otros,
pueden conseguir nuevas funcionalidades. Esta estructura mo-
dular, adema´s, permite una ejecucio´n distribuida del co´digo co-
rrespondiente a mo´dulos distintos, pudie´ndose obtener tiempos
de ejecucio´n menores que los obtenidos mediante una ejecucio´n
serie. Otra de las ventajas del planteamiento basado en com-
ponentes para desarrollar software es que el co´digo se puede
reusar, pudie´ndose parametrizar su ejecucio´n en tiempo de lan-
zamiento.
3. El Robot Paralelo Desarrollado
En el a´mbito del proyecto de investigacio´n Identiﬁcacio´n de
Para´metros Fı´sicos en SistemasMeca´nicos Complejos (DPI2005-
08732-C02-01/02) del Plan Nacional del Ministerio de Ciencia
e Innovacio´n se desarrollo´ un manipulador paralelo. E´ste pue-
de verse como una plataforma mo´vil conectada a la base ﬁja
mediante tres cadenas cinema´ticas. Cada cadena consiste en un
motor que mueve un actuador de husillo de bolas y una varilla
de conexio´n. La ﬁgura 1 muestra el aspecto meca´nico del robot
desarrollado.
La eleccio´n de la arquitectura y movimiento del robot para-
lelo vino determinada por la necesidad de desarrollar un robot
de bajo coste capaz de generar dos movimientos rotacionales
(roll y pitch) y un movimiento lineal de elevacio´n (z). Cuando
se combinan movimientos prisma´ticos y de revolucio´n se pue-
den encontrar arquitecturas 3-PRS (Chablat and Wenger, 2003)
y 3-RPS (Lee and Arjunan, 1991), donde la notacio´n R, P y S
hacen referencia a las articulaciones de rotacio´n, prisma´ticas y
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Figura 2: Localizacio´n de los sistemas de coordenadas
esfe´ricas respectivamente. Para este robot se escogio´ la arqui-
tectura 3-PRS tras comparar las ventajas e inconvenientes de
cada una de ellas.
Para poder establecer el control del MP fue necesario desa-
rrollar tanto el modelo cinema´tico como el dina´mico del robot,
los cuales se describen a continuacio´n.
3.1. Modelo Cinema´tico Directo
La cinema´tica directa del MP consiste en, dados los mo-
vimientos lineales de los actuadores, encontrar los a´ngulos de
balanceo (β) y alabeo (γ) y la elevacio´n (z). Se puede utilizar
la notacio´n de Denavit-Hartenbert para establecer las coorde-
nadas generalizadas del modelo cinema´tico. La tabla 1 muestra
los para´metros D-H del robot considerado. A partir de la tabla
1 se puede ver como a partir de 9 coordenadas generalizadas,
se puede deﬁnir la cinema´tica del robot. La localizacio´n de los
sistemas de coordenadas para modelar la cinema´tica se muestra
en la ﬁgura 2.
Tabla 1: Para´metros D-H para el PM de 3-DOF
i 1 2 3 4 5 6 7 8 9
di q1 0 0 0 0 q6 0 q8 0
αi 0 0 la 0 0 0 0 0 0
θi
π














Las tres patas del robot paralelo se conectan a la plataforma
mo´vil formando un tria´ngulo equila´tero. Por ello se puede ver
que la longitud entre pi y p j es constante e igual a lm. Ası´,
f1(q1, q2, q6, q7) =
‖(rA1B1 + rB1p1 ) − (rA1A2 + rA2B2 + rB2p2 )‖ − lm = 0 (1)
f2(q1, q2, q8, q9) =
‖(rA1B1 + rB1p1 ) − (rA1A3 + rA3B3 + rB3p3 )‖ − lm = 0 (2)
f3(q6, q7, q8, q9) = ‖(rA1A3 + rA3B3 + rB3p3 )
−(rA1A2 + rA2B2 + rB2p2 )‖ − lm = 0 (3)
En la cinema´tica directa, la posicio´n de los actuadores es
conocida. Ası´, el sistema de ecuaciones (1) - (3) se puede ver
como un sistema no-lineal con q2, q7 y q9 como desconocidas.
Para la resolucio´n del sistema no lineal el problema cinema´ti-
co directo, en este trabajo, se ha utilizado el me´todo nume´rico
de Newton-Rhapson ya que tiene una convergencia muy ra´pida
(convergencia cuadra´tica) cuando la estimacio´n inicial esta´ cer-
ca de la solucio´n deseada (Jalo´n and Bayo, 1994). El me´todo es






















En la ecuacio´n i signiﬁca que las variables y funciones se
evalu´an en la iteracio´n i. La matriz J es la matriz Jacobiana de
fi con respecto a las variables [q2,q7,q9]. El proceso iterativo
ﬁnaliza cuando
√
( f1(q2, q7)i)2 + ( f1(q2, q9)i)2 + ( f1(q7, q9)i)2 < ε (5)
donde ε es una cantidad positiva pequen˜a establecida por el
usuario.
El me´todo de Newton-Rhapson requiere una aproximacio´n
inicial tan cercana como sea posible al valor solucio´n. En este
caso esto no supone ningu´n problema ya que la posicio´n ini-
cial de la articulacio´n que conecta la plataforma con el actuador
es aproximadamente 2π5 . La subsecuente aproximacio´n inicial
considera los valores de la posicio´n previa del robot.
La localizacio´n de la plataforma mo´vil se deﬁne usando el
sistema de coordenadas unido a e´l. Una vez encontradas las
coordenadas generalizadas para las patas del robot, se puede
encontrar la posicio´n de los puntos pi. Estos tres puntos com-
parten el plano de la plataforma. Basado en estos puntos se pue-
de construir la matriz rotacional de la plataforma con respecto
a la base. A partir de dicha matriz de rotacio´n se pueden cal-
cular directamente tanto el resto de coordenadas generalizadas
(q3, q4 y q5) del robot como la elevacio´n (z) y los a´ngulos de
balanceo (β) y alabeo (γ) de la plataforma.
3.2. Modelado Cinema´tico Inverso
La cinema´tica inversa consiste en, dados los a´ngulos de ba-
lanceo y alabeo de la plataforma (β y γ) y la elevacio´n (z), en-
contrar el movimiento lineal de los actuadores. Usando el siste-




cαcβ cαsβsγ − sαcγ cαsβcγ − sαsγ
sαcβ sαsβsγ − cαcγ sαsβcγ − cαsγ
−sβ cβsγ cβcγ
⎤⎥⎥⎥⎥⎥⎥⎥⎥⎦ (6)
donde c* y s* hacen referencia al cos(*) y sen(*) respectiva-
mente. Dados γ y β, el a´ngulo de cabeceo (α) se puede encontrar
como sigue:
α = arctan 2(sβsγ, (cγ + cβ)) (7)
Las posiciones de los actuadores (q1, q6 y q8) se pueden
calcular directamente a partir de dicha matriz de rotacio´n.
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3.3. Modelado Dina´mico
Como es bien conocido, la ecuacio´n dina´mica de los robots
manipuladores se puede expresar mediante la siguiente ecua-
cio´n no lineal:
M(q, Φ) · ¨q + C(q, ˙q, Φ) + G(q, Φ) = τ (8)
donde M(q, Φ), C(q, ˙q, Φ) y G(q, Φ) son la matriz de ma-
sas del sistema, el vector de fuerzas centrı´fugas y de Coriolis
y los te´rminos gravitacionales respectivamente, y como se pue-
de apreciar, dependen de los para´metros dina´micos Φ . q y τ
son los vectores de las coordenadas y pares generalizados. Pa-
ra poder obtener los te´rminos de la ecuacio´n dina´mica se de-
be construir el modelo para que e´ste este´ en forma lineal a los
para´metros dina´micos (Grotjahn et al., 2004), (Dı´az-Rodrı´guez
et al., 2010):
K(q, ˙q, ¨q) · Φ = τ (9)
En la ecuacio´n (9) solo se puede identiﬁcar un conjunto de
para´metros porque algunos de ellos tienen una contribucio´n pe-
quen˜a o insigniﬁcante en el comportamiento dina´mico del sis-
tema. Adema´s, e´stos son propensos al ruido en las medidas y
a dina´micas no modeladas (Dı´az-Rodrı´guez et al., 2008). Para
obtener la identiﬁcacio´n del modelo dina´mico se ha utilizado
una metodologı´a que aparece en (Dı´az-Rodrı´guez et al., 2010).
Los te´rminos de la ecuacio´n (8) se pueden obtener una vez
realizada la identiﬁcacio´n del proceso. Ası´, se pueden calcular
los te´rminos del vector gravitacional haciendo cero las veloci-
dades y aceleraciones generalizadas de la ecuacio´n (9):
K(q, ˙q = 0, ¨q = 0) · Φ = G(q) (10)
Los te´rminos centrı´fugos y de Coriolis dependen de las coor-
denadas generalizadas y de las velocidades. Haciendo cero las
aceleraciones generalizadas de la ecuacio´n (9) otra vez se puede
establecer que:
K(q, ˙q, ¨q = 0) · Φ − G(q) + MdA−1d b = C(q, ˙q) (11)
Por u´ltimo, la matriz de masa se puede determinar de la
forma siguiente:
K∗(q, ˙q = 0, ei) · Φ∗ − G(q) = Mi(q) (12)
Siendo Mi(q) la columna i-e´sima de la matriz de masas, y
ei = [ 0 . . . 1 . . . 0 ]T un vector columna con un 1 en la
posicio´n i-esima.
Por lo tanto, las ecuaciones diferenciales que describen la
ecuacio´n del movimiento (8) se puede construir utilizando las
ecuaciones (9)-(12).
3.4. Desarrollo del Manipulador Paralelo 3-PRS
En el manipulador paralelo 3-PRS desarrollado se pueden
distinguir dos partes: la unidad meca´nica y la unidad de control.
En lo que se reﬁere a la unidad meca´nica (ver ﬁgura 1), pa-
ra actuar sobre las 3 articulaciones del robot se han utilizado
3 motores brushless BMS465, de AEROTECH, equipados con
encoders que proporcionan 4.000 cuentas por revolucio´n. Para
actuar sobre dichos motores se utilizan las etapas de ampliﬁca-
cio´n BA10, de AEROTECH.
De la misma forma que el robot paralelo, la especiﬁcacio´n y
el disen˜o del sistema de control del robot se realizo´ ı´ntegramen-
te en la Universidad Polite´cnica de Valencia. Ası´ se opto´ por una
arquitectura basada en un PC industrial de altas prestaciones
4U Rackmount con 7 slots PCI y 7 ISA. Tiene un procesador
Intel R© Core 2 Quad/Duo processor a 2,5GHz y una memoria
de 4 Gb RAM.
El sistema se complementa con las tarjetas de adquisicio´n
de datos necesarias para poder acceder a las sen˜ales de robot.
En concreto se tiene una tarjeta Advantech PCI-1720 para el su-
ministro de las acciones de control a los 3 motores. Ası´ mismo,
se utiliza otra tarjeta de Advantech: la PCL-833 para la lectura
de encoders.
La arquitectura propuesta proporciona 2 ventajas muy in-
teresantes: su bajo precio y su ﬂexibilidad. Al ser un entorno
abierto basado en PC se puede utilizar cualquier entorno de pro-
gramacio´n lo que permite, por ejemplo, implementar diferentes
algoritmos de generacio´n de referencias y control no-lineal, uti-
lizacio´n de sensorizacio´n avanzada, como por ejemplo sensores
de fuerza/par, visio´n artiﬁcial, sistemas inerciales, etc.
4. Disen˜o e Implementacio´n en OROCOS de los controla-
dores
4.1. Algoritmos de Control para el Robot Paralelo
Los algoritmos de control implementados en este trabajo
corresponden a controladores basados en la pasividad. E´stos
resuelven el problema de control mediante la explotacio´n de
la estructura fı´sica del sistema robotizado, y en especial de su
propiedad de pasividad. La ﬁlosofı´a de disen˜o de estos controla-
dores es reconﬁgurar la energı´a natural del sistema de tal forma
que se consiga el objetivo de seguimiento del control (Ortega
and Spong, 1989).
En el problema de control punto a punto (regulacio´n del
sistema), los controladores basados en pasividad se pueden ver
como casos particulares de la siguiente ley de control general:
τe = −Kpe − Kdq˙ − u (13)
donde e = q − qd y u varı´a dependiendo de la clase de con-
trolador tal como se muestra en la tabla 2.







Adema´s, en este trabajo se han implementado y probado
tambie´n controladores de trayectoria basados en la pasividad.
Al igual que ocurrı´a para los controladores punto a punto, po-
demos encontrar en la literatura varios controladores. En este
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trabajo se ha optado por el propuesto por (Paden and Panja,
1988), en el que la energı´a cine´tica y potencial se modiﬁca de
forma adecuada para que el controlador sea global y asinto´tica-
mente estable. La expresio´n del controlador es la siguiente:
τc = M(q)q¨d +C(q, q˙)q˙d +G(q) − Kpe − Kde˙ (14)
En la ecuacio´n 14 se puede apreciar co´mo el controlador
tiene dos partes: una compensacio´n de los te´rminos dina´micos
del robot y un controlador tipo proporcional-derivativo.
4.2. Entorno de desarrollo e Implementacio´n de los controla-
dores
Para establecer el control y el desarrollo de aplicaciones con
el manipulador paralelo, en este trabajo se ha utilizado la libre-
rı´a Orocos Toolchain con el sistema Linux Ubuntu, opta´ndose
por Xenomai para dotarlo de la funcionalidad de un sistema
operativo de tiempo real.
Para la implementacio´n de los controladores disen˜ados se
planteo´ su especiﬁcacio´n como componentes (ver ﬁgura 3). En
primer lugar se tiene un componente SensorPos que accede en
este caso a la tarjeta PCL-833 y que se utiliza para realizar la
lectura de los valores de los encoders de las tres articulaciones
del robot paralelo.
El componente Actuador es el encargado de suministrar las
acciones de control al robot, realiza´ndose mediante la tarjeta
de conversiones de Digital/Analo´gico PCI-1720 de Advantech.
Para ello se tienen 3 instancias diferentes de un u´nico compo-
nente, lo que permite en tiempo de ejecucio´n seleccionar el ca-
nal de salida de la tarjeta y el puerto del componente por el que
recibira´ el valor de la accio´n de control a suministrar a la etapa
de potencia del robot.
El componente Gener Refe es el encargado de generar los
valores de referencia de movimiento correspondientes a la posi-
cio´n, velocidad y aceleracio´n, las cuales se usara´n como entrada
al resto de mo´dulos que componen el controlador.
Adema´s, debido a que el robot no esta´ equipado con sen-
sores de velocidad, se ha tenido que desarrollar un componente
(Estim vel) encargado de realizar la estimacio´n de la velocidad
a partir de la posicio´n real de las 3 articulaciones del robot.
Para la implementacio´n de los algoritmos de control se han
desarrollado una serie de componentes que se pueden combinar
y reusar, permitiendo conformar distintas estrategias de con-
trol. Ası´, se ha implementado el componente PID que puede
funcionar como un controlador pasivo punto-a-punto o formar
parte de un controlador dina´mico de trayectoria en donde los
te´rminos inerciales, gravitacionales y centrı´fugos y de Coriolis
se calculan mediante los componentes Inercia, Gravity y Co-
riolis. La seleccio´n de la estrategia de control punto-a-punto o
trayectoria se realiza mediante el componente Combinador.
De forma adicional al controlador y los componentes en-
cargados de la sensorizacio´n y actuacio´n, se ha implementado
un componente al cual se le ha dado el nombre de Supervisor
que es el encargado de almacenar el valor de las temporiza-
ciones de cada uno de los componentes y el tiempo total de
ejecucio´n, ası´ como las referencias y las posiciones reales del
robot. Adema´s, puede detectar de manera automa´tica errores en
la lectura de la posicio´n del robot y/o errores en el sistema de
actuacio´n, de manera que si detecta alguna situacio´n ano´ma-
la, adema´s de generar un aviso al operario humano, realiza una
parada de emergencia mediante la desactivacio´n de la etapa de
potencia del robot paralelo.
Es importante destacar que OROCOS permite varias opcio-
nes para la temporizacio´n e interconexio´n de los puertos de las
componentes. Con este middleware se puede asignar un periodo
ﬁjo a una determinada tarea, aunque tambie´n es posible desper-
tar a una tarea mediante un puerto de evento.
En el esquema de control desarrollado se ha asignado un
periodo de muestreo ﬁjo de 10mS al mo´dulo de lectura de los
encoders. El resto de mo´dulos se despiertan en cascada. De esta
forma los mo´dulos de control se ejecutan so´lo cuando le llega
el ﬂujo de datos del mo´dulo de encoders, y los 3 mo´dulos de
convertidores so´lo se ejecutara´n cuando el mo´dulo combinador
les envı´e los valores calculados de las acciones de control.
Por lo tanto, mediante este esquema en cascada, se esta´ ga-
rantizando que un mo´dulo so´lo se ejecute cuando tenga todos
los datos que necesita a trave´s de sus puertos de entrada, esta-
blecie´ndose el periodo de muestreo en el mo´dulo que desenca-
dena todo el proceso.
5. Resultados
A partir de la arquitectura hardware (robot/controlador) y
software desarrollado, se han llevado a cabo diversas aplica-
ciones de control del manipulador paralelo. En las ﬁguras si-
guientes se muestra el comportamiento del robot paralelo para
distintas trayectorias y estrategias de control. Es necesario te-
ner en cuenta que las referencias suministradas a la unidad de
control del robot esta´n en el espacio de la tarea, especiﬁcando
ası´ la orientacio´n (balanceo y alabeo) y la altura z de la plata-
forma. Sin embargo, el control se realiza en el espacio de las
articulaciones (q1, q6 y q8). Por ello el controlador calcula para
cada iteracio´n del bucle de control en tiempo real el problema
cinema´tico inverso.
La ﬁgura 4(a) muestra la respuesta de las 3 articulaciones
del robot paralelo controlado por controladores punto a punto.
En color azul se ha graﬁcado las referencias de movimiento, en
negro la respuesta de un PID y en rojo la respuesta del PD con
la compensacio´n de la gravedad. Se puede apreciar como en
todos los casos la respuesta del robot es muy buena y sigue a la
referencia de una forma muy precisa. La ﬁgura 4(b) muestra las
acciones de control de dichos controladores, en negro la accio´n
de control de un PID y en rojo la del PD con la compensacio´n
de la gravedad.
La ﬁgura 5 compara la respuesta obtenida con un contro-
lador pasivo punto a punto (PD con compensacio´n de la gra-
vedad, en color rojo) y el controlador de trayectoria pasivo de
Paden (color negro). En la columna (a) se muestran las posicio-
nes de las 3 articulaciones. La columna (b) muestra los errores
entre la referencia y la respuesta real del robot. Se puede com-
probar fa´cilmente que los errores obtenidos con el controlador
de trayectoria son mucho ma´s pequen˜os que los obtenidos con
el controlador punto a punto.
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Figura 3: Arquitectura de componentes de control del manipulador paralelo
(a) posiciones q1, q6 y q8 (b) acciones de control
Figura 4: Respuesta del robot paralelo con controladores punto a punto
6. Conclusiones
Este artı´culo se ha propuesto una forma novedosa de imple-
mentar controladores en tiempo-real haciendo uso del middle-
ware OROCOS y de una programacio´n basada en componen-
tes. Esto permite que las implementaciones desarrolladas y el
intercambio de informacio´n sean independientes del hardwa-
re disponible, su desarrollo ma´s homoge´neo y reusables. Es-
ta forma de implementar los controladores permite tambie´n el
que, dependiendo de la situacio´n en que se encuentre el siste-
ma, sea posible lanzar a ejecucio´n un determinado controlador
(a) posicio´n q1, q6 y q8 (b) error qd-q
Figura 5: Respuesta controlador punto a punto y trayectoria
u otro, reduciendo ası´ la complejidad del co´digo y hacie´ndolo
ma´s modular. Estas caracterı´sticas ofrecen muchas ventajas de
cara a trabajos futuros relacionados con cambios de controla-
dor dependiendo del estado del sistema y de su entorno o en la
distribucio´n del co´mputo dependiendo de la disponibilidad de
recursos.
Para poder validar el desarrollo realizado se ha establecido
el control de un manipulador paralelo 3-PRS. En este trabajo
se han implementado diferentes controladores dina´micos basa-
dos en la pasividad, aborda´ndose tanto el problema de control
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punto-a-punto como el control de trayectoria. En todos los ca-
sos se ha podido comprobar que la respuesta del robot ha sido
muy buena.
English Summary
Dynamic controllers implementation based on the ORO-
COS middleware.
Abstract
Automatic control of robotic systems nowadays deals mo-
re and more with the implementation of diﬀerent tasks to be
achieved by the robot with distinct complexity degree, periodic
or aperiodic, with local execution or distributed along a com-
munication network and needing to deal with diﬀerent kinds
of hardware. Deal with the controller implementation for a new
robotic platform involved to develop suitable software again for
the new hardware or, in the best case, to adapt the existing one.
In the recent years it has been tending to a component-based
programing that allows to develop reusable software and to use
a middleware that make it possible to abstract the developed
software from the used hardware and from the available com-
munication protocols. At this paper one of these middleware
has been used, specially oriented to robotics as is OROCOS.
Using the Orocos Toolchain library the real-time components
needed for the implementation of several dynamic controllers
for a parallel manipulator have been developed. At this paper
the robot and the designed controllers are described and the re-
sults over the actual robot are shown.
Keywords:
Real-time, middleware, based-on-components implementa-
tion, parallel manipulators.
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