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V pričujočem zaključnem delu so uporabljeni naslednje veličine in simboli:
Veličina / oznaka Enota
Ime Simbol Ime Simbol
čas t sekunda s
hitrost v metri na sekundo m/s
hitrost v kilometri na uro km/h
dolžina d meter m
Tabela 1: Veličine in simboli
Pri čemer so vektorji in matrike napisani s poudarjeno pisavo. Natančnejši po-
men simbolov in njihovih indeksov je razviden iz ustreznih slik ali pa je pojasnjen
v spremljajočem besedilu, kjer je simbol uporabljen.
xi
xii Seznam uporabljenih simbolov
Povzetek
Namen tega magistrskega dela je bila povezava teorije in prakse pridobljene
tekom študija telekomunikacij, pri čemer je rezultat moral biti uporaben izdelek.
Zaradi tega je bilo kot osnova vzeto preprosto omrežje, predstavljeno na primeru
železniške makete, pri kateri je bila potrebna digitalizacija in avtomatizacija pro-
cesov.
Omrežje predstavljeno na maketi je bilo tekom naloge modelirano z grafom
omrežja, kjer imajo povezave le dve stanji: prosto ali zasedeno. Nad grafom
omrežja je bil zgrajen sistem, ki na podlagi željenega urnika sam izračuna ide-
alne poti izbranega vlaka ter to prikaže v uporabniku prijaznem uporabniškem
vmesniku, medtem ko avtomatsko vodi vlake po maketi.
Dodatno je bila razvita (in mestoma predelana že obstoječa) elektronika, ki
omogoča komunikacijo računalnika z železniško maketo in obratno.





The purpose of this masters thesis is to connect the theoretical and practical
knowledge obtained during the study of telecommunications. The result needs to
be a functional product. That is why a simple network represented on a model
railway layout was taken as the basis. The layout needed to be fully digitized
and automated.
The network of the railway layout was modelled as a network graph, where
the connections (vertices) only have two states: free or occupied. A system
that could calculate the best route given a desired timetable was implemented
above the network graph. That system also automatically drives the trains and
visualizes everything to the user in a user interface.
Electronics that allows the communication between the computer and the
model railway layout was developed in addition to that. Some existing open-
source electronics was remade.





Tudi če se nekdo ne spozna na tehnologijo, nam lahko našteje nekaj omrežij, ki
nas obkrožajo vsak dan. To so npr. cestno, železniško in poštno omrežje. Poleg
tega pa nas obkrožajo tudi telekomunikacijska omrežja različnih vrst (telefonsko,
optično, več generacij mobilnih omrežij, ...). Ne glede na kompleksnost posame-
znega omrežja, jim je vedno skupen prenos neke entitete (paketa, osebe, tovora)
od ene točke do druge.
Zaradi potrebe po avtomatizaciji domače makete in dejstva, da miniaturna
železnica ravno tako predstavlja omrežje, skozi katerega je potrebno spraviti nek
paket, se je ponudila idealna priložnost za izgradnjo avtomatskega vodenja pre-
prostega sistema. Celotno omrežje je obravnavano kot preprosto, saj na eni pove-
zavi med dvema točkama v sistemu ni mogoče imeti dveh vlakov na istem mestu
hkrati.
Razlogov za izgradnjo lastnega sistema je bilo več:
• izziv za preizkus lastnih sposobnosti,
• slaba dokumentacija za nadgradnjo in razširitev že obstoječih sistemov,
• visoka cena komercialno dostopnih sistemov za večje železniške makete.
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1.1 Obstoječi sistemi za avtomatsko vodenje miniaturne železnice za sistem Märklin7
Slika 1.3: Drsnik za odvzem napetosti iz sredinske tračnice
Na tržišču je na voljo kar nekaj rešitev za upravljanje železniških maket. Ve-
čina jih je komercialnih, nekaj pa jih je tudi odprtokodnih. Ne glede na to, kateri
sistem se uporabi, je potrebno poleg cene za osnovni komandni sistem ali program,
nakupiti še dosti perifernih enot za popolno krmiljenje. Te so lahko:
• popolnoma kompatibilni s sistemom, a dragi (Märklin),
• ponujajo samo določene funkcionalnosti, ki jih končni uporabnik želi imeti
na železniški maketi (Z21, ESU ECoS 50200, Viessmann Commander, Vi-
essmann Commander 2) ,
• nimajo dobre dokumentacije (Uhlenbrock Intellibox II, DiCo-Station, DDL
in DDW Projekt).
Obvezne periferne enote, ki pritičejo vsaki večji železniški maketi, je več napa-
jalnikov in ojačevalnikov električnega signala. Dodatne periferne enote omogočajo
le več funkcionalnosti, kot npr. upravljanje signalov, kretnic, okretnic idr. V ta
namen je potrebno dokupiti posebna stikala ali mini kontrolne enote.
8 Uvod




Celotno avtomatsko in ročno
upravljanje makete
650-800 /
Z21 Ročno upravljanje lokomotiv 180-400 Za uporabo s sistemom Mär-













Celotno avtomatsko in ročno
upravljanje makete
650 Ni operativen brez dodatne
tablice, ki ni vključena v ceni
Viessmann
Commander
Celotno avtomatsko in ročno
upravljanje makete
650 /
Zimo MX10 Ročno upravljanje makete 1200 /
DiCo-
Station
Celotno avtomatsko in ročno
upravljanje makete








Celotno avtomatsko in ročno
upravljanje makete
/ Odprtokodna programska re-
šitev za upravljanje preko ra-
čunalnika (obvezen ojačeval-
nik signala), za popolno av-
tomatiko je potrebna kombi-
nacija z drugimi programi
Rocrail Celotno avtomatsko in ročno
upravljanje makete
/ Odprtokodna programska re-
šitev za upravljanje preko ra-
čunalnika (obvezen priklop na
že obstoječo komandno po-
stajo)
Tabela 1.1: Seznam nekaj rešitev, ki so na voljo za upravljanje železniških maket
2 Splošno o omrežjih
Ne glede na to, ali se ukvarjamo s telekomunikacijskimi, socialnimi, transportnimi,
ali kakšnimi drugimi omrežji, lahko med njimi vedno potegnemo vzporednice, tako
kar se tiče modeliranja, kot tudi rezultata. Pri slednjem po navadi stremimo k
temu, da entiteta, ki jo pošiljamo skozi omrežje, pride od začetne do končne točke
v čim krajšem času s čim manjšimi stroški. Ravno tako si želimo, da se entiteta
v omrežju ne poškoduje.
2.1 Tipi omrežij v telekomunikacijah [1]
V splošnem v digitalni komunikaciji omrežja delimo na dva osnovna tipa: razpr-
šeno omrežje (broadcast network) in komutirano omrežje (switched network). V
prvem tipu omrežja so vsi uporabniki povezani na skupni medij, medtem ko se v
drugem povezave v omrežju lahko rekonfugirirajo glede na zahteve uporabnika.
2.1.1 Komutirano omrežje
Poznamo tri osnovne topologije komutiranih omrežij.
Topologija zvezda predstavlja omrežje, ki ima centralno vozlišče (hub), na
katerega so povezani vsi prejemniki/odjemalci oz. začetne in končne točke. Slabi
lastnosti te topologije sta predvsem, da centralno vozlišče opravlja nalogo usmer-
janja paketov, kot tudi ostale primarne procesorske funkcije in da v primeru
odpovedi centralnega vozlišča pade celotno omrežje. Dobri lastnosti te topologije
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pa sta, da v primeru odpovedi ene povezave ali končnega vozlišča, to ne vpliva
na preostale dele omrežja ter preprosto dodajanje/odstranjevanje naprav.
Ta topologija se največkrat uporablja v povezavi s topologijo vodila, ki sodi
med razpršena omrežja.
Slika 2.1: Topologija zvezda [1]
Drevesna topologija predstavlja hierarhično strukturo omrežja, kjer vozli-
šča na višjem nivoju prevzemajo vlogo povezave vozlišč pod njimi z drugimi deli
omrežja. Na ta način so vozlišča na višjem nivoju bolj pomembna. Vsako vozlišče
v tej topologiji je vedno povezano le z enim vozliščem višjega nivoja. Podobno kot
pri topologiji zvezde je v omrežje takega tipa preprosto dodajati nove naprave.
Višje je vozlišče v drevesni strukturi, večji izpad omrežja povzroči ob odpovedi.
Topologija zvezde je le poseben primer drevesne topologije.
Zankasta topologija je najbolj splošna, saj so v njej vozlišča med sabo
poljubno povezana. Poseben primer predstavlja popolno povezana zankasta to-
pologija - tu so vsa vozlišča povezana neposredno z vsemi preostalimi vozlišči v
omrežju. Na tak način pridobimo največ redundance v smislu povezav - če od-
pove ena povezava ali vozlišče, se vedno najde druga pot. Zaradi velikega števila
povezav popolno povezana zankasta omrežja niso ekonomsko smiselna.
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Slika 2.2: Drevesna topologija [1]
Slika 2.3: Zankasta topologija [1]
2.1.2 Razpršeno omrežje
Tudi v razpršenem omrežju poznamo tri osnovne topologije.
Topologija vodila je najpogosteje predstavljena s kablom, na katerega so
priključene naprave. Vedno je zaključen s terminatorjem s prilagojenim bre-
menom (za preprečevanje interferenc prenašanega signala in odbojev v samem
kablu). Zaradi svoje preprostosti je ta topologija izredno odporna na odpovedi
posameznih naprav.
Topologija pasivnega obroča je posebna oblika topologije vodila, kjer je
vodilo zaključeno samo vase (tvori zanko). Problem te topologije je predvsem v
dveh (različno) dolgih poteh od izvora signala do željenega cilja. To lahko namreč
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Slika 2.4: Topologija vodila [1]
pripelje do intersimbolne interference. Poskrbeti je treba tudi za terminacijo
signala, torej da se ta ne vrti neskončno v obroču.
Slika 2.5: Topologija pasivnega obroča [1]
Topologija aktivnega obroča predstavlja omrežje, kjer so vozlišča omrežja
med sabo povezana tako, da tvorijo zaključen obroč. Za razliko od pasivnega
obroča je tu zavrženje sporočila/signala precej lažje, saj vsako vozlišče omrežja
sprejme signal in ga nato po potrebi regenerira. Slaba plat tega pa so dodatne
zamude v prenosu sporočil.
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Slika 2.6: Topologija aktivnega obroča [1]
2.2 Primerjava telekomunikacijskih omrežij z železniškimi
Čeprav imajo telekomunikacijska omrežja in železniška precej razlik, med njimi
lahko potegnemo kar nekaj vzporednic. Že če samo pogledamo sliki 2.7 in 2.8, ki
predstavljata zemljevid železniških prog v Sloveniji in zemljevid Arnes internetne
hrbtenice, vidimo, da sta si strukturi omrežja izredno podobni. Kot v večini
telekomunikacijskih omrežij tudi tu ne moremo narediti popolne klasifikacije v
eno izmed topologij, saj je sama struktura grafa, ki predstavlja tako eno kot tudi
drugo omrežje, kompleksna.
Vsekakor vemo, da entitete, ki se prenašajo po obeh omrežjih, uporabljajo
skupni medij. V prvem primeru so to železniški tiri, v drugem primeru pa op-
tična vlakna. Vendar pa tu pride do omejitev medija. Zaradi same narave medija
lahko razpoložljivo pasovno širino izkoriščamo drugače. V železniškem omrežju
je pasovna širina 1 vlak na geografsko lokacijo tirnice, medtem ko je v teleko-
munikacijskem omrežju (v tem primeru optično) pasovna širina sicer (odvisno
od veje) od 1 do 30 Gb/s, vendar to ne pomeni, da s sporočilom, velikim npr. 5
MB zasedemo celotni telekomunikacijski vod. S pomočjo primernih obdelav (npr.
multipleksiranje) lahko namreč prenašamo več sporočil hkrati.
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Slika 2.7: Zemljevid železniških prog v Sloveniji [6]
Slika 2.8: Zemljevid Arnes internetne hrbtenice [7]
3 Teorija grafov
V prejšnjih poglavjih je že bilo govora o teoriji grafov. Tej so namreč izredno pri-
ročen matematičen model za modeliranje omrežij. Če namreč pogledamo sliki 2.7
in 2.8 ter sliko 3.1, takoj vidimo, da sta obe sliki omrežij že grafično predstavljeni
kot graf. Točke (postaje oz. pomembne točke v omrežju), namreč predstavljajo
vozlišča, medtem ko črte med njimi predstavljajo povezave oz. veje.
Slika 3.1: Primer preprostega grafa [8]
Graf G je predstavljen s parom dveh množic
G = (V ,E ) (3.1)
kjer V predstavlja množico vseh vozlišč, E pa predstavlja množico vseh vej
grafa.
Veje grafov so lahko neusmerjene ali usmerjene ter neutežene ali ute-
žene. Možne so kombinacije iz obeh skupin, npr. neusmerjena utežena veja. Če
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veja povezuje vozlišči A in B ter je:
• neusmerjena, je dovoljena pot od točke A do B in od točke B do A,
• usmerjena od A proti B, je dovoljena samo pot od A proti B, ne pa tudi
obratno,
• neutežena, je utež poti avtomatsko enaka 1,
• utežena, je utež poti enaka podani uteži. To se v svet prevede kot cena poti
(stroški za podano pot).
3.1 Predstavitev grafov
Grafe lahko predstavimo v obliki matrik na dva načina.
Prvi način je z matriko sosednosti, ki je velikosti n x n za matriko z n
vozlišči. Element v matriki je enak
a[i][j] =
1 ∗ w, če obstaja povezava med vozliščema i in j0, drugače (3.2)
kjer je w utež povezave.
Matrika sosednosti za preprost neusmerjen graf na sliki 3.2 je
A =

0 1 0 1
1 0 1 0
0 1 0 1
1 0 1 0
 (3.3)
Matrika sosednosti za preprost usmerjen graf na sliki 3.3 je
A =

0 1 1 0
0 0 0 0
0 1 0 0
0 1 0 0
 (3.4)


















Slika 3.4: Preprost neusmerjen graf z utežmi
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Matrika sosednosti za preprost neusmerjen graf z utežmi na sliki 3.4 je
A =

0 2 3 0 0
2 0 15 2 0
3 15 0 0 13
0 2 0 0 9
0 0 13 9 0

(3.5)
Drugi način predstavitve grafov z matrikami je incidenčna matrika. Ta
matrika je velikosti n×m, kjer je n število vozlišč in m število povezav.
Če je graf neusmerjen, je element v indidenčni matriki definiran kot
b[i][j] =
1 ∗ w, če je vi vozlišče povezave ej0, drugače (3.6)
Če je graf usmerjen, je element v indidenčni matriki definiran kot
b[i][j] =

1 ∗ w, če je povezava ej kaže iz vozlišča vi
−1 ∗ w, če je povezava ej kaže v vozlišče vi
0, drugače
(3.7)
V obeh primerih w predstavlja utež povezave.
Indidenčna matrika za preprost neusmerjen graf na sliki 3.2 je
B =
e0−1 e1−2 e2−3 e3−0

1 0 0 1 v0
1 1 0 0 v1
0 1 1 0 v2
0 0 1 1 v3
(3.8)
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Indidenčna matrika za preprost usmerjen graf na sliki 3.3 je
B =
e0−1 e1−2 e1−3 e2−0

1 0 0 1 v0
−1 −1 −1 0 v1
0 1 0 −1 v2
0 0 1 0 v3
(3.9)
Graf lahko predstavimo tudi s seznamom sosednosti. Ta nam za podano
izhodiščno vozlišče pove, do katerega vozlišča lahko pridemo neposredno (preko
ene povezave). Za utežene povezave lahko na seznam sosednosti namesto ene










Slika 3.6: Seznam sosednosti za graf na sliki 3.3
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0 (1, 2) (2, 3)
1 (0, 2) (2, 15) (3, 2)
2 (0, 3) (1, 15) (4, 13)
3 (1, 2) (4, 9)
4 (2, 13) (3, 9)
Slika 3.7: Seznam sosednosti za graf na sliki 3.4
3.2 Računanje najkrajše poti [2]
Zaradi optimizacije stroškov prenosa entitete skozi omrežje, se le-to vedno želi
prenašati po najkrajši poti. Pri tem najkrajša pot ni nujno pot, ki uporabi naj-
manj povezav, ampak pot, ki ima najnižjo ceno, t.j. pot z najnižjo skupno vsoto
uteži povezav na poti. Najkrajšo pot lahko računamo za različne primere (npr.
iz točno določenega vozlišča, iščemo vse pare, itd.). Zaradi narave železniškega
prometa, kjer je želja vlak spraviti iz ene geografske lokacije na drugo, se bomo
osredotočili na računanje najkrajše poti od enega do drugega vozlišča.
Najbolj poznan je zagotovo Dijkstrov algoritem, ki v originalu sicer išče
najkrajšo pot med dvema vozliščema, najbolj pogosta varianta pa išče drevo
najkrajših poti. Njegova omejitev je, da mora graf vsebovati le nenegativne uteži1.
Algoritem je sledeč:
• imamo množico A vseh neobiskanih vozlišč, ki vsebuje vsa vozlišča v grafu
in množico B, ki vsebuje vsa obiskana vozlišča,
• začetno vozlišče izbrišemo iz množice A in postavimo v množico B,
1Negativne uteži niso relevantne za problem te magistrske naloge. Uporabljajo se npr. v
grafih kemijskih reakcij (uteži predstavljajo količino proizvedene ali porabljene energije med
reakcijo) ali v modeliranju transporta na primeru taksista (utež predstavlja taksistov zaslužek
- če ima z neko potjo stroške, kot je cestnina, potem je ta pot lahko negativno utežena).
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• poiščemo vse sosede začetnega vozlišča in jih označimo z razdaljo do zače-
tnega vozlišča. Hkrati jih izbrišemo iz množice A in postavimo v množico
B,
• dokler množica A ni prazna oz. so v njej le vozlišča, do katerih izhodiščno
vozlišče nima poti, ponavljamo sledeče:
– poiščemo sosede vseh vozlišč, ki so bila obiskana v prejšnjem koraku,
– če je katero izmed teh vozlišč že v množici obiskanih vozlišč B in bi
bila skupna razdalja do vozlišča manjša, potem ga označimo z novo
razdaljo, drugače ignoriramo,
– če vozlišče ni v množici B, potem ga označimo s skupno razdaljo in
premaknemo iz množice A v množico B,
• vmes si ves čas beležimo najkrajše poti po različnih vejah in tako dobimo
drevo najkrajših poti
Če hočemo algoritem, ki zna izračunati tudi najkrajšo pot v grafu z negativ-
nimi utežmi brez ciklanja, potem je ena izmed možnosti uporaba Bellman-Ford
algoritma. Ideja tu je, da v grafu G = (V ,E ), kjer je n število vozlišč, do
ciljnega vozlišča obstaja sprehod, ki ima največ n − 1 povezav. V i-ti iteraciji
algoritma tako ne sme biti nobene poti, ki uporabi več kot i povezav. Sam algo-
ritem je sicer zelo podoben Dijkstrovemu z omejitvijo, da v zanki naredi le n− 1
iteracij in na koncu preveri možne najkrajše povezave za negativne cikle ter te
izloči iz možnih rešitev.
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4 Upravljanje železniškega prometa v
Sloveniji
V Sloveniji je na dan pisanja magistrskega dela pod upravo Slovenskih želelznic
1.207,701 km prog. Od tega je 211 km prog pokritih z napravami avtomatskega
progovnega bloka (APB), 201 km z napravami medsebojne odvisnosti (MO) in
305,1 km prog ima omogočeno daljinsko vodenje prometa. [6]
Avtomatski progovni blok služi za zavarovanje več zaporednih voženj v isti
smeri. V ta namen je proga med dvema postajama razdeljena na več odsekov, ki
so dolgi od 1 do 3 km. Na slednjih so nameščeni signali in naprave za ugotavljanje
prisotnosti vlakov, kot je npr. števec osi. Na ta način se dovoljuje vožnja le v
proste odseke in prepoveduje uvoz v že zasedene odseke. V primeru enotirne proge
je vožnja v vseh odsekih med dvema postajama dovoljena le v eno smer (potrebno
predhodno dovoljenje obeh postaj), medtem ko na dvotirni progi poteka vožnja
v eno smer po enem tiru in vožnja v drugo smer po drugem tiru. Izjemoma se
lahko dovoli vožnja po t.i. nepravem tiru - tiru, ki je namenjen vožnji v nasprotni
smeri - pri čemer je znova potrebno pridobiti dovoljenje obeh postaj. [12]
Medpostajna odvisnost je podobna avtomatskemu progovnemu bloku s to
razliko, da proga med dvema postajama ni razdeljena na krajše odseke, ampak je v
primeru prisotnosti vlaka na njej avtomatsko zasedena. Tehnično je onemogočeno
tudi dajanje dovoljenja za uvoz drugega vlaka na že zasedeno progo. [12]
V primeru odsotnosti avtomatskih naprav za nadzor prometa, je v uporabi
t.i. medpostajni odsek. Čeprav je v svojem smislu podoben medpostajni
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odvisnosti, je tu vodenje opravljeno s strani prometnikov na posameznih postajah.
Ti morajo pred vstopom vlaka na določen odsek le-tega najaviti in ga tudi odjaviti
iz prejšnjega odseka.
Vodenje je ne glede na tip uporabljenega modela lahko krajevno ali daljin-
sko. Pri krajevnem je vsaka postaja na progi zasedena s prometnikom, ki vodi
oz. spremlja dogajanje na odsekih, ki so povezani na njegovo postajo. Daljinsko
vodene proge so upravljane iz dispečerskega centra na eni izmed postaj.
4.1 Prihodnost [3]
V procesu izgradnje je tudi sistem GSM-R, ki je železniškemu prometu prilagojen
GSM sistem. Njegov namen bo zagotoviti govorne in podatkovne storitve za
potrebe železnic. Planirana je uporaba standarda ETCS Level 1, ki predvideva
nadzor nad premikanjem vlakov s pomočjo t.i. eurobaliz. Te sistemu na vlaku
sporočijo stanje signala. Na podlagi tega sistem na vlaku izračuna maksimalno
hitrost ter zavorne krivulje. Poleg tega eurobaliza sporoča podatke v centralo
o poziciji vlaka - imamo torej točkovni nadzor. Dodatno se lahko implementira
tudi konstantna radijska zveza, preko katere se podatki ves čas izmenjujejo. Stara
signalizacija še vedno ostane in strojevodja se lahko zanaša nanjo.
Slika 4.1: ETCS Level 1[3]
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Naslednja stopnja abstrakcije je ETCS Level 2, kjer se ukine zunanja signa-
lizacija. Ta se sedaj strojevodji prikaže direktno na zaslonu v strojevodski kabini.
Vlak preko GSM-R v radijske bloke ob progi ves čas sporoča svojo natančno pozi-
cijo ter smer. Pozicija je natančneje določena s pomočjo pospeškometrov, števca
kilometrov ali radarja. Eurobalize so še vedno v uporabi, a le kot pomoč.
Slika 4.2: ETCS Level 2[3]
Zadnja stopnja abstrakcije je ETCS Level 3. Ta še ni polno standardizi-
rana, ampak osnovna ideja je opustitev večine opreme ob progi (ker še ni polno
standardiziran, ni predpisano, katera oprema ob progi ostane, je pa jasno, da
za zagotovitev redundance ostanejo eurobalize in oprema za spreminjanje vozne
poti, t.j. pogoni za kretnice). Celoten proces je torej voden radijsko. Za razliko
od ETCS Level 2, proga ni več razdeljena v stroge odseke, ampak je razdeljena
na premikajoče se sektorje.
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Slika 4.3: ETCS Level 3[3]
5 Strategija reševanja zastavljenega
problema
Pri načrtovanju avtomatskega usmerjanja prometa na primeru železniške makete
je bilo potrebno upoštevati tako splošno znanje o omrežjih in njihovem modelira-
nju, kot tudi dobre prakse iz obstoječega oz. načrtovanega železniškega sistema.
Poleg tega je bilo treba upoštevati tudi omejitve, ki jih pripelje železniška ma-
keta. Izbrana maketa je v merilu H0 (1:87). Zaradi želje po ohranitvi svetlobne
signalizacije na maketi (približek trenutnemu realnemu stanju), kot tudi samim
možnostim za upravljanje in zaznavanje, je sistem najbolj podoben ETCS Le-
vel 1 s to razliko, da je uporabljena ideja centralnega vodenja, ki je predvidena
za ETCS Level 3. Železniška maketa namreč ne more biti upravljana iz vlaka
samega, ampak je vedno upravljana z enega centra. Omejitve v velikosti samih
vlakov pa onemogočajo preprosto implementacijo sistema za sporočanje točne lo-
kacije ves čas. Iz tega naslova je bila uporabljena ideja avtomatskega progovnega
bloka oz. eurobalize iz ETCS Level 1, kjer se lokacija vlaka zaznava le v točno
določenih točkah na maketi.
Iz definicije problema je tako nastala osnovna shema o sestavi sistema, ki je
prikazana na sliki 5.1. Kot je razvidno, je bil problem razdeljen v štiri manjše
enote.
V okviru enote železniška maketa (poglavje 6) je bil identificiran predvsem
problem povezave računalniškega sistema z obstoječo infrastrukturo oz. siste-
mom, ki ga definira že proizvajalec (v tem primeru Märklin). To pomeni upo-
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raba protokola, ki ga razumejo vsi modeli lokomotiv, generiranje in ojačanje tega
signala ter upravljanje kretnic.
Senzorji (poglavje 7) predstavljajo zaznavo trenutne lokacije vlaka. Dodana
je bila poenostavitev v okviru katere senzorji ne potrebujejo zaznavati iden-
tifikacije vlaka, ampak le prisotnost. Identifikacijo mora izračunati nadzorno-
upravljalna enota.
Periferne enote (poglavje 9) so vse enote, ki niso nujno potrebne za upra-
vljanje vožnje vlakov, ampak prispevajo k podrobnostim makete. To je npr.
svetlobna signalizacija.
Glavni člen sistema je torej nadzorno-upravljalna enota (poglavje 8).
Tu se zbirajo podatki s senzorjev, kot tudi željene destinacije vlakov in shema
omrežja. Na podlagi teh se izračunajo navodila za posamezne vlake, periferne
enote in kretnice. Ukazi se nato pošljejo na primerne vmesnike.
Slika 5.1: Osnovna sestava sistema
6 Železniška maketa
Čeprav je avtomatizacija železniških maket s pomočjo (namenskih) računalnikov
v zadnjih letih precej napredovala, še vedno ni možno zgraditi osnovnega sistema
brez množice gradnikov, ki tudi precej stanejo. Že pri malo kompleksnejši maketi
namreč hitro pridemo do vezave na sliki 6.11. Treba pa je poudariti, da pri
maketi take kompleksnosti, kot je željena (slika A.2), hitro pridemo do še večjega
števila elementov. Na sliki 6.1 je npr. le en s88 modul (uporabljen za povratno
informacijo o lokacijah lokomotiv, več o tem v poglavju 7) in le dva k83 oz. k84
modula. Slednja sta uporabljena za nadzor kretnic in signalov. Nadomestiti se
ju da tudi z novejšim modulom m83 ali starejšima analognima 7271 oz. 7072
(kretnica in možni pogoni so prikazani na slikah 6.2 in 6.3). Proizvajalec vseh je
Märklin, vsem pa je skupno, da vsak izmed teh modulov lahko naenkrat upravlja
le štiri naprave. Na dan 17.6.2017 je bila cena za en dekoder m83 49.99e na
uradni spletni prodajalni proizvajalca, za ostale tri variante dekoderjev pa je bilo
na spletni strani ebay.de potrebno odšteti od 22 do 50e (digitalni k83 oz. k84)
ali 10 do 20e (analogni varianti). Dodatno je za posamezno kretnico potrebno
vgraditi tudi električni pogon, ki, odvisno od tega, kakšnega si izberemo, na
uradni strani proizvajalca stane od 20 do 23e. Če upoštevamo dejstvo, da ima
željena končna maketa 67 kretnic, lahko izračunamo, da rabimo 17 modulov za
upravljanje s kretnicami in 67 pogonov. Če bi uporabili digitalne variante in bi
1Slika je namenjena predvsem ponazoritvi kompleksnosti potrebnih elementov in povezav
med njimi v primeru uporabe sistema, ki ga ponuja proizvajalec. Na sliki so prikazani: kontrolne
enote, povezava z računalniki, transformatorji, ojačevalniki signala, kontrolne enote za kretnice
in svetlobno signalizacijo ter enote za povratno informacijo glede lokacije lokomotiv.
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imeli izredno srečo pri nakupovanju preko strani eBay (željeno število modulov
bi dobili po najnižji ceni), bi tako samo za poganjanje kretnic odšteli 1714e.
Pri tem ni upoštevanega dejstva, da je potrebno kontrolirati tudi približno 180
železniških signalov (več o tem v poglavju 9).
Slika 6.1: Osnovna sestava sistema po priporočilu proizvajalca [9]
Eno izmed glavnih vprašanj je bilo torej kako poceniti, poenostaviti in cen-
tralizirati sistem. Prva poenostavitev in predvsem pocenitev, je bila odločitev,
da se ne uporabi katerekoli obstoječe kontrolne enote, ki jo ponuja proizvajalec
Märklin, ampak se nadgradi ali predela eno izmed obstoječih odprtokodnih (ne-
kaj jih je predstavljenih v tabeli 1.1). Zaradi dostopnosti knjižnic in preprostosti
izdelave uporabniškega vmesnika, se uporablja programski jezik C#, ki ga je v
osnovi možno poganjati na računalnikih z operacijskim sistemom Windows, ven-
dar ga je ob uporabi .NET Core možno poganjati tudi na operacijskih sistemih
Linux in macOS. Celotna ideja, ki jo povzema tudi uporabljena koda iz projekta
DDW (Digital Direct für Windows) [13], je torej priti iz sistema na sliki 6.4 na
sistem, na sliki 6.5.
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Slika 6.2: Kretnica v merilu 1:87
Slika 6.3: Märklin modula 7271 in 7072 ter pogon za kretnico
Naslednji korak je bila odločitev, da se za upravljanje kretnic in perifernih
enot razvije preprosto ploščico, na kateri je poceni mikrokrmilnik, ki se je zmo-
žen z računalnikom povezati preko USB povezave, kretnice pa se upravljajo s
poceni servo motorji SG90. Za deset takšnih motorčkov je potrebno ob naročilu
iz Kitajske odšteti od 11 do 14e, predpostavka pa je tudi, da mora biti ena
kontrolna ploščica sposobna upravljati vsaj dva servo motorja in vsaj 10 LED
diod, ob čemer komponente za eno ploščico ne smejo presegati cene 5e. Če torej
izračunamo koliko bi stalo upravljanje 67 kretnic ob teh predpostavkah, pridemo
do cene 268e, kar je približno šestkrat manj in ploščice še vedno lahko upravljajo
signale.
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Slika 6.4: Klasična sestava sistema za upravljanje modelne železnice
Slika 6.5: Ideja predelave sistema za upravljanje modelne železnice
6.1 Povezava makete z računalnikom
Zaradi odločitve o uporabi knjižnice DDW [13] za komunikacijo računalnik-
železniška maketa na področju upravljanja vožnje vlakov, je bil uporabljen pre-
prost RS-232 kabel, ki je bil preko vezja na sliki 6.6 povezan na ojačevalnik
signala, slednji pa je povezan neposredno na maketo. Vezje na sliki 6.6 je bilo
predpisano s strani projekta DDW.
Kot je razvidno iz slike 6.5 sta poleg povezave z računalnikom potrebna še
transformator in ojačevalnik signala (na večjih maketah je potrebno več ojače-
valnikov signala s pripadajočim transformatorjem napetosti). Transformatorjev
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Slika 6.6: Povezava računalnika na ojačevalnik signala
napetosti je bilo v domačem skladišču že dovolj, da bi se z njimi pokrila celotna
maketa, ni pa bilo dovolj ojačevalnikov signala. Ti so bili zato ročno izdelani
na podlagi načrta Thomasa Krüger za Mä 6017 [11]. Ker je ta načrt že star, ga
je bilo potrebno posodobiti z dobavljivimi elementi, prikazan pa je na sliki B.3
(signali so označeni enako kot na sliki 6.6).
6.2 Signali na maketi
Že v poglavju 1 je bila omenjena uporaba trotračnega sistema. Podrobneje so
električne povezave prikazane na sliki 6.7, kako lokomotiva z drsnikom nalega na
tirnice pa je prikazano na sliki 6.8. Iz teh dveh slik je razvidno, da je proizvajalec
želel čim bolj skriti tretjo tračnico. Na progo tako pripeljemo le dva signala,
čeprav iz računalnika do ojačevalnikov pripeljemo štiri signalne linije. Tako je
tudi v originalnem sistemu (slika 6.9).
Proizvajalec se je odločil, da signal, ki gre na maketo, označuje z rdečo barvo,
ničlo z rjavo, napajanje pa z rumeno barvo. Zaradi tega sta na transformatorju le
dve barvi, medtem ko so na kontrolnih enotah tri barve. Z novejšimi sistemi se je
proizvajalec z vidika priklopnega kabla za laike odločil stvari poenostaviti - tiri so
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tako dobili posebne priklopne škatlice z večpinskimi konektorji, ki jih je mogoče
priklopiti le na en način (omogočajo tudi prenos več informacije direktno na
kontrolno enoto, zaradi česar je moč kontrolorje kretnic, signalov, idr. priklopiti
direktno na komandno enoto). Poenostavljen je bil tudi priklop transformatorja
na kontrolno enoto (standarden 5mm napajalni kontaktor).
Slika 6.7: Signali na tračnicah
Slika 6.8: Naleganje lokomotive z drsnikom na tračnice
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Slika 6.9: Komandna enota Märklin 6021 (zgoraj) in transformator (spodaj)
Na tirnice iz ojačevalnika pripeljemo le signal, ki je na sliki B.3 označen kot
signal na maketo (dodatno zaznamovan z rdečo barvo v skladu z oznakami pro-
izvajalca) in ničlo (ground oz. GND na shemi). Signali data, go in stop niso
speljani direktno na maketo.
6.2.1 Protokol Märklin Motorola II [4]
Čeprav je protokol Märklin Motorola II bil predstavljen že leta 1994 in je kljub
sodobnejšemu mfx protokolu v uporabi še danes, proizvajalec ni podal uradne
dokumentacije glede protokola. Vseeno so se uporabniki prebili do neuradne
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dokumentacije proizvajalca ter le-to tudi temeljito testirali. Na podlagi teh testov
je nastal tudi projekt DDW. Komunikacija vedno poteka le od kontrolne enote
proti lokomotivam, ne pa tudi obratno. Vsi nadaljnji podatki o protokolu so
povzeti po viru [4].
Osnovna frekvenca za lokomotive je 38.400 baud, kar poda uro približno 25 µs.
Vsi solenoidi (signali, pogoni za kretnice, moduli s88) uporabljajo dvokratnik
osnovne frekvence.
Osnovni gradnik sporočila je en pulz, ki je sestavljen iz osmih urinih taktov.
Binarni pulz "1" (dolgi pulz), je definiran kot
- - - - - - -
_
1 2 3 4 5 6 7 8
medtem ko je binarni pulz "0" (kratek pulz) definiran kot
-
_ _ _ _ _ _ _
1 2 3 4 5 6 7 8
Ta dva pulza sta lahko kombinirana v trinarno "1" (par dolgih pulzov)
- - - - - - - - - - - - - -
_ _
1 2 3 4 5 6 7 8 1 2 3 4 5 6 7 8
trinarno "0" (par kratkih pulzov)
- -
_ _ _ _ _ _ _ _ _ _ _ _ _ _
1 2 3 4 5 6 7 8 1 2 3 4 5 6 7 8
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ali trinarni "OPEN" (dolgi pulz + kratki pulz)
- - - - - - - -
_ _ _ _ _ _ _ _
1 2 3 4 5 6 7 8 1 2 3 4 5 6 7 8
En paket sestavlja 18 binarnih pulzov oz. 9 trinarnih pulzov. Vsak paket za
lokomotivo je sestavljen iz štirih trinarnih pulzov za naslov (oznaka A), funkcij-
skega trinarnega pulza (oznaka F) in štirih trinarnih pulzov za hitrost, smer ter
funkcije lokomotive (oznaka S, pulzi dejansko niso trinarni).
A1 A2 A3 A4 F S1 S2 S3 S4
Pomembna entiteta je dvojni paket. Ta je sestavljen iz dveh paketov in dveh
pavz t1 ter t2 (predstavljeni z digitalno ničlo). Pavza t1 je dolga 1525 µs, pavza t2
pa je dolga 4025µs. Dvojni paket je tako sestavljen kot paket, pavza t1, ponovitev
paketa, pavza t2. Na ta način je izvedena kontrola napak.
Ker naslov predstavljajo štirje trinarni pulzi, je na voljo 81 naslovov, od ka-
terih se jih dejansko uporablja 80 (naslovi 1-80). Posebnost tega naslavljanja je,
da je naslov 80 dejansko predstavljen s trinarnim naslovom "0 0 0 0", medtem
ko je naslov "OPEN OPEN OPEN OPEN" rezerviran za naslavljanje začetnega
stanja (nobena lokomotiva ne dobiva ukazov), ki se uporablja npr. ob zagonu
sistema. Ob zagonu sistema se pošilja sporočilo "OPEN OPEN OPEN OPEN 0
0 0 0 0".
Funkcijski trinarni pulz navadno upravlja prižiganje in ugašanje luči na loko-
motivi. Funkcija je prižgana v primeru "1" in ugasnjena v primeru "0" trinarnega
pulza.
Zadnji štirje trinarni pulzi so se v prejšnjih protokolih uporabljali kot trinarni
pulzi, vendar sta bili možni le vrednosti "0" in "1", zaradi česar je bilo na voljo
le 16 operacijskih nivojev. S protokolom Märklin Motorola II se uporablja le
38 Železniška maketa
zadnjih osem binarnih pulzov, kar prinese 256 možnih kombinacij. Poimenujmo
jih
A E B F C G D H
saj so se v prejšnjih formatih dejansko uporabljali kot AABBCCDD (E=A,
F=B, G=C, D=H). Za določanje hitrosti se tako (kompatibilno s starejšimi pro-
tokoli) uporabljajo ukazi, prikazani v tabeli 6.1
D C B A Operacija
1 1 1 1 hitrost 14
1 1 1 0 hitrost 13
... ...
0 0 1 1 hitrost 2
0 0 1 0 hitrost 1
0 0 0 1 preklop v vzvratno vožnjo (ni več potrebno)
0 0 0 0 stop
Tabela 6.1: Kodiranje hitrosti in smeri vožnje v protokolu Märklin Motorola II
(pulzi A B C D)
Pulzi E F G H se določajo različno v različnih fazah pošiljanja. Pri pošiljanju
hitrosti in smeri, se določajo, kot je prikazano v tabeli 6.2. Tu negativni predznak
predstavlja vzvratno smer in pozitivni predznak predstavlja smer naprej. Pri
pošiljanju dodatnih funkcij lokomotiv se določajo, kot je prikazano v tabeli 6.3.
Tu spremenljivka "f"na mestu pulza H predstavlja status funkcije - ob izklopu
ima vrednost "0", ob vklopu pa vrednost "1".
Paketi v primeru upravljanja ene lokomotive se na maketo pošiljajo:
• dvakrat dvojni paket, ki specificira hitrost in smer,
• dvakrat dvojni paket, ki specificira funkcijo f1,
• dvakrat dvojni paket, ki specificira hitrost in smer,
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Operacija E F G H
-14 do -7 1 0 1 0
-6 do -0 1 0 1 1
+0 do +6 0 1 0 1
+7 do +14 0 1 0 0
Tabela 6.2: Kodiranje hitrosti in smeri vožnje v protokolu Märklin Motorola II
(pulzi E F G H)
Funkcija E F G H
f1 1 1 0 f
f2 0 0 1 f
f3 0 1 1 f
f4 1 1 1 f
Tabela 6.3: Kodiranje funkcij lokomotive v protokolu Märklin Motorola II (pulzi
E F G H)
• dvakrat dvojni paket, ki specificira funkcijo f2,
• dvakrat dvojni paket, ki specificira hitrost in smer,
• dvakrat dvojni paket, ki specificira funkcijo f3,
• dvakrat dvojni paket, ki specificira hitrost in smer,
• dvakrat dvojni paket, ki specificira funkcijo f4.
V primeru hkratnega upravljanja dveh lokomotiv, se na maketo pošiljajo pa-
keti v zaporedju (podobno tudi za več lokomotiv):
• dvakrat dvojni paket za lokomotivo 1, ki specificira hitrost in smer,
• dvakrat dvojni paket za lokomotivo 1, ki specificira funkcijo f1,
• dvakrat dvojni paket za lokomotivo 2, ki specificira hitrost in smer,
• dvakrat dvojni paket za lokomotivo 2, ki specificira funkcijo f1,
• dvakrat dvojni paket za lokomotivo 1, ki specificira hitrost in smer,
• dvakrat dvojni paket za lokomotivo 1, ki specificira funkcijo f2,
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• dvakrat dvojni paket za lokomotivo 2, ki specificira hitrost in smer,
• dvakrat dvojni paket za lokomotivo 2, ki specificira funkcijo f2,
• ...
Kot že omenjeno, se ob zagonu sistema pa vse do prvega izvedenega ukaza
pošilja sporočilo "OPEN OPEN OPEN OPEN 0 0 0 0 0". Tudi to sporočilo se
vedno pošilja v obliki dvojnih paketov s pavzami. Na podlagi zgornjih pravil bi
ob želji upravljanja lokomotive z naslovom 34, hitrostjo -4, prižgano funkcijo f1 in
ugasnjenimi funkcijami f2, f3 ter f4, sestavili pakete po tem principu (prikazano
le sestavljanje prvega in drugega paketa):
Naslov: 11 10 00 11
Funkcija: 11
AEBFCGDH (prvi paket): 11001101
AEBFCGDH (drugi paket): 11011001
Celoten set ukazov bi torej bil
11 10 00 11 11 11 00 11 01 (hitrost in smer)
pavza t1
11 10 00 11 11 11 00 11 01 (hitrost in smer)
pavza t2
11 10 00 11 11 11 00 11 01 (hitrost in smer)
pavza t1
11 10 00 11 11 11 00 11 01 (hitrost in smer)
pavza t2
11 10 00 11 11 11 01 10 01 (funkcija f1)
pavza t1
11 10 00 11 11 11 01 10 01 (funkcija f1)
pavza t2
11 10 00 11 11 11 01 10 01 (funkcija f1)
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pavza t1
11 10 00 11 11 11 01 10 01 (funkcija f1)
pavza t2
11 10 00 11 11 11 00 11 01 (hitrost in smer)
pavza t1
11 10 00 11 11 11 00 11 01 (hitrost in smer)
pavza t2
11 10 00 11 11 11 00 11 01 (hitrost in smer)
pavza t1
11 10 00 11 11 11 00 11 01 (hitrost in smer)
pavza t2
11 10 00 11 11 10 00 11 00 (funkcija f2)
pavza t1
11 10 00 11 11 10 00 11 00 (funkcija f2)
pavza t2
11 10 00 11 11 10 00 11 00 (funkcija f2)
pavza t1
11 10 00 11 11 10 00 11 00 (funkcija f2)
pavza t2
11 10 00 11 11 11 00 11 01 (hitrost in smer)
pavza t1
11 10 00 11 11 11 00 11 01 (hitrost in smer)
pavza t2
11 10 00 11 11 11 00 11 01 (hitrost in smer)
pavza t1
11 10 00 11 11 11 00 11 01 (hitrost in smer)
pavza t2
11 10 00 11 11 10 01 11 00 (funkcija f3)
pavza t1
11 10 00 11 11 10 01 11 00 (funkcija f3)
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pavza t2
11 10 00 11 11 10 01 11 00 (funkcija f3)
pavza t1
11 10 00 11 11 10 01 11 00 (funkcija f3)
pavza t2
11 10 00 11 11 11 00 11 01 (hitrost in smer)
pavza t1
11 10 00 11 11 11 00 11 01 (hitrost in smer)
pavza t2
11 10 00 11 11 11 00 11 01 (hitrost in smer)
pavza t1
11 10 00 11 11 11 00 11 01 (hitrost in smer)
pavza t2
11 10 00 11 11 11 01 11 00 (funkcija f4)
pavza t1
11 10 00 11 11 11 01 11 00 (funkcija f4)
pavza t2
11 10 00 11 11 11 01 11 00 (funkcija f4)
pavza t1
11 10 00 11 11 11 01 11 00 (funkcija f4)
pavza t2
Po koncu te sekvence ukazov, se le-ti ponavljajo ves čas, dokler ne pride do
ukaza STOP (prekinjeno pošiljanje vseh paketov zaradi ustavljenega napajanja),
spremenimo del ukaza (spremenijo se posamezni paketi) ali dodamo ukaza za
novo lokomotivo (sekvenca se znova spremeni). Nova sekvenca ukazov se vedno
začne po koncu prejšnje. Ker se ukazi ves čas ponavljajo imamo visoko stopnjo
redundance in je sistem tako odporen na napake. Dodatno si lokomotive zapo-
mnijo zadnje stanje ukazov (le za svoj naslov) in izvaja ta ukaz dokler ne dobi
spremenjenega ukaza.
7 Senzorji
Kot že omenjeno, proizvajalec Märklin za povratne informacije glede lokacije
vlakov uporablja module poimenovane s88. Na te module je možno priklopiti
različne senzorje, ki so tekom let postali priljubljeni tako med razvijalci odprte
kode, kot tudi drugimi proizvajalci opreme za upravljanje modelnih železnic. V
svojem smislu pa moduli s88 zagotavljajo le standardiziran prenos podatkov iz
senzorjev do centralne upravljalne enote.
Za zaznavo lokacije lokomotive, so v uporabi:
• IR reflektometri,
• IR senzorji, ki merijo prekinitev signala,
• tokovni senzorji,
• ultrazvočni senzorji,
• čitalci črtnih kod,
• RFID čitalci,
• Hallovi senzorji,
• oddajniki na modelnih vlakih,
• kamere s prepoznavanjem objektov na slikah.
Vsi našteti senzorji vsekakor ne morejo popolnoma enako identificirati loka-
cije ali identifikacije samega vlaka. Glede na identifikacijo vlaka lahko senzorje
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razdelimo na tiste, ki nam povejo točno identifikacijo vlaka in na tiste, ki nam
samo povejo, da je nek vlak prisoten na tisti lokaciji. Glede same lokacije vlaka
pa jih lahko ločimo na:
• točkovne senzorje (npr. Hallov senzor, ki zazna le točko vlaka, kjer je na-
meščen magnet),
• conske senzorje (npr. tokovni senzorji),
• pozicijski senzorji (npr. IR senzorji, ki lahko zaznajo začetek in konec vlaka,
vendar merijo le na posameznih točkah proge),
• absolutni senzorji (npr. kamere s prepoznavanjem objektov, ki ves čas po-
znajo točno pozicijo vlaka na maketi).
Zaradi že omenjenega trotračnega sistema, ki ga ima implementiranega pro-
izvajalec Märklin, je možna tudi izolacija ene izmed zunanjih tračnic. Ker so
kolesa na modelnih vlakih prevodna in povezana med sabo, lahko tudi na ta
način merimo prisotnost vlaka preko meritev napetosti. Zaradi boljših voznih
lastnosti ob uporabi obeh zunanjih tračnic, ta praksa ni tako zelo pogosta kot
ostale.
Iz opisa senzorjev, ki se uporabljajo v modelni železnici, lahko prepoznamo
kar nekaj skupnih točk z različnimi ETCS stopnjami, ki so opisane v poglavju
4.1.
Ob izbiri implemtacije senzorjev pozicije vlaka, je bilo torej potrebno sprejeti
odločitve glede tega, kako preprosta je vgraditev senzorja na maketo in/ali vlak,
v kolikšni meri kvari izgled (realnost) makete, kako učinkovit je senzor, kakšno
informacijo glede identifikacije ali pozicije hočemo imeti ter navsezadnje glede
stroškov. Najboljši bi bili gotovo oddajniki na modelnih vlakih ali zaznavanje s
kamerami, vendar so te metode najdražje in v primeru kamer tudi precej kom-
pleksne za izvedbo. Na tako veliki maketi je namreč potrebno imeti veliko število
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kamer, ki morajo biti med sabo odlično skalibrirane ter procesirati ogromno koli-
čino podatkov v realnem času. Naslednji kandidat so bili RFID čitalci, ki bi sicer
merili v točki, a bi poznali točno lokacijo vlaka. Ob testih senzorja MF522-AN,
ki je slučajno bil doma, se je pokazal problem pri zaznavanju modelov novejših
vlakov, ki v realnosti dosegajo hitrosti do 250 km/h, kar prevedeno v merilo 1:87
pomeni 0,8m/s (zakaj ta hitrost ni popolnoma pravilna pri ocenjevanju hitrosti
vlaka, je razloženo v poglavju 8.3.1.
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Nikakršnega problema pa niso predstavljali IR reflektometri. Kot odbojni IR
senzor je bil uporabljen CNY70, ki se je (tudi) zaradi toleranc pri zaznavanju
celotnega vlaka, izkazal kot preprost senzor z uporabnimi rezultati. Poleg tega se
ga da preprosto namestiti pod tračnice, tako da ne moti izgleda makete. Treba




Za razliko od ostalih komponent celotnega sistema, je nadzorno-upravljalna enota
edina, ki je razbita na več manjših delov. To je zato, ker je vsa kompleksnost
prestavljena na to komponento. Osredotočili se bomo predvsem na avtomatizacijo
usmerjanja prometa.
Zahtevano je torej, da preko nadzorno-upravljalne enote uporabnik lahko:
• upravlja vse podatke o maketi, vlakih, ki so prisotni na njej ter urniku
(voženj, osvetlitev, itd.),
• ročno upravlja maketo,
• ima pregled nad dogodki, ki se zgodijo med avtomatskim vodenjem.
Poleg tega mora sistem poskrbeti za vse potencialne napake ali neznanke, ki
se zgodijo na maketi ter hraniti podatke o trenutnem stanju.
Splošna arhitektura te komponente je predstavljena na sliki 8.1.
Uporabljene tehnologije so: C# za programsko kodo in SQLite za shranjevanje
podatkov. Sistem je načrtovan tako, da se lahko preprosto doda tudi uporabniške
vmesnike za pametne telefone in/ali splet, vendar to ni bilo izvedeno v okviru te
magistrske naloge.
Zaradi poenostavitve prikaza bo v tem delu predstavljeno upravljanje manjše
železniške makete (slika A.1).
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Slika 8.1: Arhitektura nadzorno-upravljalne enote
8.1 Načrt makete
Spisani program omogoča uporabniku vnesti načrt makete, na podlagi katere se
izračuna graf celotnega omrežja. Način ogleda načrta je lahko odprt tudi ob
avtomatskem ali ročnem upravljanju, kjer se sektorji, ki so zasedeni, obarvajo
rdeče, rumeno pa so obarvane pozicije kretnic, v kolikor le-te niso zasedene. Tak
primer je prikazan na sliki 8.2.
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Uporabniku je omogočeno na načrtu označiti sektorje, ki se v načinu urejanja
lastnosti tirov, obarvajo z različnimi barvami, kot je prikazano na sliki 8.3. 1
Slika 8.2: Načrt omrežja železniške makete
Ideja za ločevanje proge na sektorje izhaja tako iz realnih primerov (poglavje
4), kot tudi iz možnosti, ki jo ponujajo uporabljeni senzorji (poglavje 7). Ob-
stajajo tri vrste sektorjev: normal, station in multi2. Pravila glede sektorjev so
sledeča:
• en sektor lahko vsebuje točno eno vlakovno kompozicijo,
• če je proga dvotirna, vsak tir predstavlja svoj sektor,
• sektorja normal in station sta lahko povezana na maksimalno dva druga
sektorja,
• sektor multi je lahko povezan na poljubno število ostalih sektorjev.
1Kodo za osnoven uporabniški vmesnik je napisal Andre van Dun [14]. Ta koda je bila
predelana v okviru te magistrske naloge, tako da se lahko označujejo sektorji (in so tudi barvno
vizualizirani) ter tako, da koda razume, katere tirnice so med sabo povezane, na podlagi česar
se tudi izračuna graf omrežja.
2Vsa imena so v angleščini zaradi splošne navade programiranja v angleščini.
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Slika 8.3: Načrt omrežja železniške makete z označenimi sektorji
Zaradi preprostejše uporabe teorije grafov (poglavje 3) so bila upoštevana
naslednja pravila:
• vsak sektor predstavlja eno vozlišče (poti v teoriji grafov se računajo med
vozlišči, ne med potmi),
• vsaka kretnica predstavlja eno vozlišče, četudi je znotraj sektorja,
• vsak sektor, ki vsebuje kretnico, je tipa multi,
• ker kretnica predstavlja vozlišče, se vsak sektor, ki vsebuje n kretnic, razdeli
na n+ 1 sektorjev.
Ob upoštevanju zgornjih pravil, se načrt na sliki 8.3 modelira kot graf na
sliki 8.43. Kode, ki izračuna graf omrežja na podlagi zapisanih pravil in vhodnih
parametrov, je predstavljena v dodatku C.1.
3Vozlišča na sektorju so označena z okrajšanimi imeni sektorjev. P1 - postaja 1, P2 - postaja
2, KI - kretnica izvoz, I - izvoz, O1 - odprta proga 1, O2 - odprta proga 2, U - uvoz, KU -
kretnica uvoz.








Slika 8.4: Graf preprostega železniškega omrežja zgrajen iz sektorjev
8.2 Avtomatsko računanje poti
Pred začetkom avtomatskega upravljanja je potrebno najprej izračunati pot, po
kateri naj se premika vlak. Za le-to je bila vzeta ideja avtomatskega progovnega
bloka, ki zahteva, da noben odsek proge (sektor), ne more vsebovati več kot en
vlak naenkrat. Dodatno Prometni pravilnik (Uradni list št. 50/2011 Republike
Slovenije) v šesti točki 13. člena predpisuje:
Ko vlak zapelje v blokovni odsek, se signalni znak na glavnem si-
gnalu, ki ta odsek krije, avtomatsko spremeni v signalni znak ”Stoj”.
Ko vlak zapusti blokovni odsek, se na prostornem signalu, ki ta blo-
kovni odsek krije, spremeni signalni znak ”Stoj” v signalni znak ”Pre-
vidno”, pričakuj ”Stoj”. Po zapustitvi naslednjega blokovnega odseka
se na istem prostornem signalu spremeni signalni znak ”Previdno”,
pričakuj ”Stoj” v signalni znak ”Prosto”. [15]
Zgornje pomeni, da je vožnja v sosednjih odsekih/sektorjih sicer dovoljena,
a ne zaželena. S tem v mislih je bil načrtovan tudi algoritem za avtomatsko
računanje poti. Ob računanju poti na podlagi željenega urnika je torej treba
upoštevati naslednja pravila:
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• ob zasedbi sektorja se zasede vozlišče in vse veje do sosednjih vozlišč, razen
tiste, ki vodijo do vozlišč s sektorjem tipa station,
• če je v zasedenem sektorju kretnica, se zasedejo vse veje do prvega sektorja
tipa normal ali station,
• zasedene veje in vozlišča so prepovedani - če vlak hoče zasesti prepovedano
vejo ali vozlišče tekom vožnje, se le-ta ustavi in ponovno poizkusi v naslednji
spremembi zasedenosti.
Zamislimo si torej, da imamo na maketi, ki je predstavljena na sliki 8.4, vlak
1 (oranžna barva), ki stoji na sektorju P1, in vlak 2 (modra barva), ki stoji na
sektorju P2. Vlak 1 naj preko sektorja O1 naredi krog nazaj v sektor P1. Vlak
2 naj starta takoj, ko bo mogoče in preko sektorja O1 naredi krog nazaj v sektor
P2. Predpostavimo, da se vlaka ves čas premikata z enako hitrostjo in da so
posamezni sektorji enako dolgi. Če se torej en vlak premakne iz enega sektorja v
drug sektor, se vedno lahko premakne tudi drugi vlak. Sosledje je predstavljeno
na slikah 8.5 do 8.12, koda za računanje premikov pa je podana v dodatku C.2.
Program se v grafu zaveda tudi kretnic, ki jih je potrebno premakniti za









Slika 8.5: Avtomatsko računanje poti - faza 1























































Slika 8.11: Avtomatsko računanje poti - faza 7









Slika 8.12: Avtomatsko računanje poti - faza 8
8.3 Položaj vlaka na maketi
Za pravilno usmerjanje vlakov po maketi, je potrebno ves čas spremljati pozicijo
vlaka na maketi. Zaznavanje s senzorji je bilo opisano že v poglavju 7. Vsak izmed
senzorjev preko splošnega mikrokrmilniškega vezja z USB povezavo na računalnik
sporoča svojo identifikacijo (ASCII znak) na posameznem kanalu - mikrokrmilni-
škem vezju. Slednje ima vsako svoj identifikator naprave. Ob umestitvi senzorjev
je bilo torej potrebno pozorno vnesti lokacijo senzorja (predstavljeno kot vstop v
posamezen sektor) ter identifikator naprave. Vezava ter osnova identifikacijskega
postopka je predstavljena na sliki 8.13.
Slika 8.13: Komunikacija senzorjev z nadzorno-upravljalno enoto
Ker se ne zaznava tudi identifikator posameznega vlaka in zaradi dodatnega
preverjanja lokacije, se lokacija vlaka ves čas računa tudi programsko, seveda
za vse premikajoče se vlake. Zaradi tega je ob vnosu posamezne lokomo-
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tive/garniture v sistem potrebno vnesti tudi maksimalno hitrost (lastnost realne
lokomotive). Hitrost na maketi naj bi tako sledila enačbi
vm[m/s] =
vr[km/h]
87 · 3, 6
(8.1)
pri čemer je 1:87 razmerje velikosti pri maketi in 3,6 faktor pretvorbe iz km/h
vm/s. V praksi se izkaže, da temu ni tako, kar je podrobneje razloženo v poglavju
8.3.1.
Dolžine posameznih sektorjev so bile izmerjene z umerjevalno lokomotivo, za
katero je natančno poznana hitrost, po najosnovnejši enačbi za računanje dolžine
d[m] = vm[m/s] · (t2 − t1)[s] (8.2)
Slika 8.14: Merjenje dolžine sektorja
Program tako ve, v kolikšnem času bi moral vlak zamenjati pozicijo glede na
hitrost, s katero vozi. Seveda obstaja možnost napake pri merjenju časa, zaradi
česar je bila dodana tolerančna meja 5%. Meritve in razlog za uporabo 5% meje
pogreška za manjšo maketo so podrobneje razložene v poglavju 8.3.1. Če se vlak
v tem času ne znajde v določenem sektorju, potem program avtomatsko ustavi
celoten sistem, saj predvideva, da je nekaj šlo narobe. Ravno tako ima uporabnik
ves čas na voljo enako opcijo.
Celoten sistem se ustavi tudi v primeru neidentificiranega objekta na senzorju.
V tem primeru uporabnik dobi poziv, naj vnese identifikacijo vlaka, ki se je znašel
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v tem sektorju. Na ta način je možno v sistem dodajati nove vlake.
8.3.1 Hitrost vlakov na maketi
Ob merjenju dolžine sektorjev manjše makete, kjer je dolžina posameznega sek-
torja točno poznana, se je izkazalo, da proizvajalci modelnih vlakov ne sledijo
točno razmerju med realno hitrostjo vlaka in hitrostjo modela. Novejšim lokomo-
tivam se namreč da poljubno nastavljati krivuljo hitrosti s posameznimi registri
na čipu, pa tudi starejše lokomotive ne sledijo popolnoma linearni krivulji (slika
8.15). Zaradi tega je padla odločitev, da je manjša maketa ravno zaradi natančno
poznane dolžine posameznega sektorja idealna za umerjanje krivulje hitrosti, ki
jo mora seveda poznati tudi program, ki računa, kje se vlak v določenem času na
maketi nahaja.
Slika 8.15: Nekaj možnih krivulj hitrosti vlakov [10]
Vsaka lokomotiva je bila zato umerjena pri najmanj devetih različnih hitrostih,
ki jih ponuja kontrolna enota Märklin 6021 (ponuja hitrosti od 0 do 255 na svojem
uporabniškem vmesniku, dejansko so uporabljene hitrosti od -14 do +14, torej 29
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točk med 0 in 255). Uporabljenih je bilo najmanj devet hitrosti, saj so nekateri
vlaki pri višjih hitrostih v loku, ki ga je ponujala umerjevalna maketa že iztirili.
V magistrski nalogi bi bilo preveč podati umerjevanje vseh lokomotiv, zato je
podan le primer umerjanja za model lokomotive SŽ 342, ki v realnosti dosega
hitrosti do 120 km/h.
Vsaka izmed meritev ima izračunano tudi aritmetično povprečje odstopanja
meritve, na podlagi česar se je vzelo tudi odstopanje 5% pri računanju lokacije
posameznega vlaka.
Iz tabele 8.1 lahko hitro primerjamo realno hitrost v razmerju 1:87 (oznaka vr
in povprečno izmerjeno hitrost v. To je prikazano v grafu 8.16. Iz tu je razvidno,
da ne le, da je izmerjena hitrost precej višja od predvidene, ampak da za povrhu
vsega še ne sledi linearnemu poteku.
Vse meritve so bile opravljene na zunanjem krogu manjše (umerjevalne ma-
kete), ki zaobsega sektorje postaja 1, izvoz, odprta proga 1, odprta proga 2 in
uvoz. Vsi našteti sektorji skupaj so dolgi natančno 4,282m, na podlagi česar so se
tudi računale hitrosti posameznih lokomotiv. Razlog za merjenje časov celotnega
kroga je bil potrjevanje meritev iz senzorja z ročnimi meritvami (štoparica), kar
je pri visokih hitrostih na tako kratkih sektorjih težje. Z ročnimi meritvami je
bilo tako tudi potrjeno pravilno delovanje senzorjev.
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Hitrost 50 70 90 110 130 150 170 190 210 230 255
t1 45,04 27,64 19,57 14,88 11,63 9,32 7,83 5,74 5,28 5,20 5,13
t2 [s] 44,74 27,74 19,72 14,78 11,70 9,43 7,74 5,77 5,31 5,21 5,21
t3 [s] 44,76 27,77 19,61 14,90 11,63 9,35 7,74 5,72 5,34 5,18 5,17
t4 [s] 44,79 27,57 19,65 14,87 11,63 9,48 7,81 5,79 5,26 5,22 5,17
t5 [s] 44,70 27,72 19,65 14,87 11,72 9,37 7,76 5,72 5,29 5,15 5,14
t6 [s] 44,59 27,62 19,73 14,83 11,58 9,47 7,79 5,76 5,17 5,18 5,15
t7 [s] 44,65 27,56 19,58 14,80 11,71 9,38 7,78 5,79 5,21 5,19 5,13
t8 [s] 44,53 27,58 19,52 14,86 11,64 9,41 7,83 5,73 5,25 5,15 5,01
t9 [s] 44,49 27,61 19,75 14,83 11,69 9,39 7,77 5,78 5,25 5,16 5,14
t10 [s] 44,63 27,61 19,57 14,85 11,62 9,44 7,72 5,76 5,27 5,17 5,10
t [s] 44,69 27,64 19,64 14,85 11,66 9,40 7,78 5,76 5,26 5,18 5,14
v1 [m/s] 0,0951 0,1549 0,2188 0,2878 0,3682 0,4594 0,5469 0,7460 0,8110 0,8235 0,8347
v2 [m/s] 0,0957 0,1544 0,2171 0,2897 0,3660 0,4541 0,5532 0,7421 0,8064 0,8219 0,8219
v3 [m/s] 0,0957 0,1542 0,2184 0,2874 0,3682 0,4580 0,5532 0,7486 0,8019 0,8266 0,8282
v4 [m/s] 0,0956 0,1553 0,2179 0,2880 0,3682 0,4517 0,5483 0,7396 0,8141 0,8203 0,8282
v5 [m/s] 0,0958 0,1545 0,2179 0,2880 0,3654 0,4570 0,5518 0,7486 0,8095 0,8315 0,8331








v7 [m/s] 0,0959 0,1554 0,2187 0,2893 0,3657 0,4565 0,5504 0,7396 0,8219 0,8250 0,8347
v8 [m/s] 0,0962 0,1553 0,2194 0,2882 0,3679 0,4550 0,5469 0,7473 0,8156 0,8315 0,8547
v9 [m/s] 0,0962 0,1551 0,2168 0,2887 0,3663 0,4560 0,5511 0,7408 0,8156 0,8298 0,8331
v10 [m/s] 0,0959 0,1551 0,2188 0,2884 0,3685 0,4536 0,5547 0,7434 0,8125 0,8282 0,8396
v [m/s] 0,0958 0,1549 0,2181 0,2884 0,3674 0,4554 0,5506 0,7439 0,8137 0,8265 0,8340
∆ v [m/s] 0,0002 0,0003 0,0007 0,0006 0,0013 0,0020 0,0022 0,0030 0,0054 0,0031 0,0056
δ v [%] 0,25 0,22 0,33 0,20 0,34 0,45 0,40 0,40 0,67 0,37 0,67
vr ]m/s] 0,0751 0,1052 0,1352 0,1653 0,1953 0,2254 0,2554 0,2855 0,3155 0,3456 0,3831




Kot že napisano, je bila kot privzeto vzeta tolerančna meja 5% za vse vlake.
Ko lokomotivam dodamo krajše kompozicije (nekaj vagonov), se to na hitrosti
posamezne lokomotive ne pozna bistveno. V praksi je bilo ugotovljeno, da do
večjih odstopanj hitrosti pride le v primeru dolge kompozicije. Zaradi tega je bilo
uporabniku poleg uravnavanja krivulje omogočeno tudi popravljanje tolerančne
meje za posamezni vlak. Idealno bi sicer bilo, da bi sistem sam ugotovil popravek,
vendar to zaradi pogoja večje varnosti (če se vlak v določenem času ne nahaja na
določenem mestu, potem ustavimo vse vlake) ni mogoče.
Na večino lokomotiv močno vplivajo tudi klanci. Na večji maketi je večino
prog bolj ali manj v ravnini, obstaja pa določen odsek, ki predstavlja gorsko progo.
Tja je dovoljeno le določenim lokomotivam, saj nekatere ne zmorejo klanca, v re-
alnem svetu niso predvidene za gorske vzpone ali pa je proga preprosto preveč
vijugasta za njih (to predvidi že vozni red, ki ga sestavi uporabnik). Vsi vlaki,
ki vozijo po tej progi so predvideni kot kratke kompozicije. Ker dolžine sektorjev
niso bile dejansko izmerjene, ampak so bile umerjene z umerjevalno lokomotivo,
je tukaj izkoriščen trik podaljševanja sektorjev. To pomeni, da je umerjena dol-
žina sektorja dejansko daljša od dejanske dolžine proge. V odstopanju dolžine je
predstavljeno odstopanje hitrosti lokomotive zaradi klanca.
8.3.3 Ročno vodeni sektorji
Kljub temu, da se večina vodenja na železniški maketi zgodi avtomatsko, so pred-
videni posebni sektorji, kamor je avtomatsko vodenje prometa prepovedano. To
so vedno sektorji, ki imajo povezavo le na en drug sektor (t.i. slepi tiri). Ti se
pojavijo le ob postajah in so namenjeni umiku lokomotiv. Idealen primer tega
je tudi okretnica. V te odseke lahko uporabnik zapelje lokomotive le ročno, pri
čemer jih mora tudi odjaviti iz ostalega prometa. To stori tako, da senzor zazna
vstop ali izstop lokomotive v sektor, uporabniški vmesnik pa pobara uporabnika,
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naj vpiše, katera lokomotiva je vstopila ali izstopila iz avtomatsko vodenih od-
sekov. Dodano je tudi vprašanje o tem, ali je iz avtomatsko vodenega prometa
izstopila celotna kompozicija, ali so vagoni ostali na prej zasedenem sektorju. V
primeru izstopa celotne kompozicije, se avtomatsko vodeni odsek sprosti, drugače
pa ostane zaseden.
Podobno kot za ročno vodene odseke velja tudi za sestavljanje samih kom-
pozicij. V osnovi ni bilo mišljeno spreminjati kompozicij tekom avtomatičnega
procesa, zato to tudi ni bilo izvedeno. Vedno pa je mogoče preseliti maketo




Tako pogoni za kretnice, kot tudi senzorji in periferne enote za komunikacijo s
centralno nadzorno enoto uporabljajo preprosto mikrokrmilniško vezje, v srcu
katerega je mikrokrmilnik PIC18F45K50. Slednji je bil izbran predvsem zaradi
nizke cene, integriranega USB modula, dovolj velikega števila izhodnih/vhodnih
pinov ter ECCP PWM modula. S tem je namreč pokril vse zahteve za preprosto
večnamensko ploščico. Vezje pa je načrtovano tako, da nanj lahko brez predelav
damo tudi PIC18F4550. Sama ideja vezja je, da ponuja dostop do določenih pi-
nov, na katere se potem lahko pritrdijo različne enote, namembnost pinov (ali se
obnaša kot izhod, vhod, kakšen izhod je, ...) določimo programsko. Na samem
vezju imamo tudi možnost izbire direktnega priklopa na pin ali priklopa preko
upora (uporabno predvsem pri signalih). Programsko je vedno določen tudi iden-
tifikator naprave (Device ID), ki mora biti znotraj makete unikaten, saj le tako
lahko zagotavljamo unikatno naslavljanje para naprava-pin, ki ima vedno točno
določeno vlogo. Shema in PCB shematika vezja sta prikazani na slikah B.1 in
B.2. Namembnost uporabljenih pinov prikazuje tabela B.1.
Izbrani mikrokrmilnik ima vgrajen notranji oscilator, ki oscilira na frekvencah
od 31 kHz do 16MHz. Tovarniško je kalibriran na odstopanje +/- 1%, vendar se
zna samoskalibrirati na +/- 0,20% frekvence, ki jo dobiva preko USB povezave.
Registri ob zagonu so vedno nastavljeni
#pragma config PLLSEL = PLL3X // izbran mnozilnik 3X
#pragma config CFGPLLEN = OFF // PLL je prizgan med izvajanjem
#pragma config CPUDIV = NOCLKDIV // 1:1 nacin (za 48MHz CPU)
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#pragma config LS48MHZ = SYS48X8 // Deljenje ure / 8 v Low Speed USB
#pragma config FOSC = INTOSCIO // INTOSCIO izbran
#pragma config PCLKEN = OFF // Primarni oscilator
#pragma config FCMEN = OFF // Gledanje odstopa ure
#pragma config IESO = OFF // Zagon pri dveh hitrostih
#pragma config nPWRTEN = OFF // Casovnik zagona
#pragma config BOREN = SBORDIS // BOR vkljucen
#pragma config nLPBOR = ON // Nizkonapetostni BOR
#pragma config WDTEN = SWON // Watchdog Timer nadziran od SWDTEN
#pragma config WDTPS = 32768 // WDT postscalar
#pragma config PBADEN = OFF // Port B Digital/Analog med zagonom
#pragma config LVP = OFF // Low voltage programming
#pragma config MCLRE = ON // MCLR vkljucen (RE3 izkljucen)
#pragma config STVREN = ON // Stack overflow reset
#pragma config XINST = OFF // Extended instruction set
Ob zagonu sistema je zagotovljeno tudi, da se ura mikrokrmilnika in USB
povezave ujameta z:
#if(USB_SPEED_OPTION == USB_FULL_SPEED)
// Ujemi uri USB & mikrokrmilnika
OSCTUNE = 0x80; //3X PLL
OSCCON = 0x70; //Preklop na 16MHz HFINTOSC
OSCCON2 = 0x10; //Vkljuci PLL, SOSC, PRI OSC izkljuceno
while(OSCCON2bits.PLLRDY != 1); //Cakaj na zaklep PLL
*((unsigned char*)0xFB5) = 0x90; //Vklopi active clock tuning za USB
#endif
Mikrokrmilniške ploščice, ki ne upravljajo kretnic, imajo napajanje izvedeno
kar direktno preko USB povezave (ob večjih razdaljah se signal obnavlja preko
obnavljalnikov signala za USB z lastnim napajanjem). Ker servomotorji potre-
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bujejo več toka kot svetleče diode, imajo vse ploščice, ki upravljajo kretnice,
zagotovljeno dodatno napajanje.
Za komunikacijo ukazov je bil uporabljen preprost protokol. Vsak izmed ka-
nalov, je bil poimenovan z eno ASCII črko. Vsaka enota ima vedno lahko le dve
stanji (svetleča dioda je prižgana ali ugasnjena, kretnice so zgrajene tako, da
imajo vedno le dve poziciji, senzor lahko nekaj zaznava ali pa ne). Iz zgornjih
dejstev, je bila tako sestavljena preprosta logika: če je poslana mala črka, npr.
"a", potem je to stanje OFF; če je poslana velika črka, npr. "A", potem je to
stanje ON. Za dodatno zagotovitev prejema signala, prejemnik vedno pošlje nazaj
tisto, kar je dobil. Tako lahko pošiljatelj preveri, da je prejemnik dejansko dobil
tisto, kar je bilo poslano, v nasprotnem primeru pa ponovi ukaz. Identifikacija
kanala in naprave je bila predstavljena že na sliki 8.13.
V vseh primerih se vedno pošiljajo le spremembe stanja.
9.1 Svetlobni objekti
Periferne enote trenutno predstavljajo predvsem svetlobne objekte na železniški
maketi. S tem so mišljeni železniški prometni signali (od dve do štiri svetleče diode
na enem signalu), razsvetljava hiš in razsvetljava ulic ter železniških objektov.
Pri prvi in drugi kategoriji je obvezna opcija prižiganja in ugašanja vsake svetleče
diode posebej (en pin na mikrokrmilniškem vezju upravlja natančno eno svetlečo
diodo), medtem ko so razsvetljave ulic ter železniških objektov narejene sektorsko.
To pomeni, da je en pin mikrokrmilniškega vezja vezan na optosklopnik, ki odpira
ali zapira rele, ki napaja več svetlečih diod hkrati (sliki 9.1 in 9.2).
Gradnja perifernih enot na tak način zagotovi, da lahko v sistem hitro do-
dajamo nove enote brez motenj starih. Izbira splošne mikrokrmilniške ploščice,
ki ji le prilagajamo namen pa omogoči, da imamo ves čas enak vmesnik do vseh
različnih perifernih enot.
68 Periferne enote
Slika 9.1: Testiranje osvetlitve v centralni zgradbi glavne postaje
Slika 9.2: Osvetlitev glavne postaje
10 Zaključek
Za izgradnjo opisanega sistema je potrebno znanje iz večih področji, ne samo
elektrotehnike. Tekom magistrske naloge je namreč postalo jasno, zakaj so vsi
obstoječi sistemi tako dragi, vsi brezplačni pa rešujejo le programerski del ali
strojno opremo, ni pa projekta, ki bi združil oboje. Kljub temu, da se je za
komunikacijo z maketo vzela že napisana odprta koda in se je nadgradila, je bilo
namreč vseeno potrebno napisati vso logiko za avtomatizacijo celotne makete.
Zanimivo je tudi dejstvo, da so na maketah dostikrat uporabljeni bolj na-
predni sistemi, kot na dejanski železniški infrastrukturi, predvsem kar se tiče
avtomatizacije procesov. Kljub temu pa so vse ideje, ki se uporabljajo na enem
področju, uporabljene na drugem in obratno. Podobno velja za telekomunikacije -
če naredimo abstrakcijo telekomunikacijskega in železniškega omrežja namreč pri-
demo do enakih gradnikov, kar pomeni, da podlaga v razumevanju enega omrežja
močno doprinese tudi k razumevanju drugega.
Kljub temu, da je sistem že sedaj kompleksen, je še vedno v testni fazi, kar
pomeni, da se elementi spreminjajo glede na potrebe ali želje. Glavna želja po
izboljšavi bi bilo gotovo zavedanje tega, kje točno se vlak nahaja v določenem
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A Načrt končne železniške makete
Načrt predstavlja željeno končno stanje makete in ne vsebuje elektrotehničnih
komponent. Na njem so prestavljeni le tiri, del infrastrukture in okolice. Kot že
omenjeno v magistrskem delu, je zaradi lažje predstave v besedilu uporabljena
poenostavljena maketa (slika A.1), ki je bila prav tako izvedena. Kljub temu pa je
sistem načrtovan tako, da je skalabilen in preprosto prenešen na končno maketo.
Le-ta zaseda prostor velikosti 110 m2 in ima 323,31m tirov. Manjša maketa ima
le 4,282m tirov.
Slika A.1: Načrt manjše železniške makete
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Slika A.2: Načrt končne železniške makete
B Shematike vezij
Slika B.1: Načrt večnamenske mikrokrmilniške ploščice
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Slika B.2: PCB načrt večnamenske mikrokrmilniške ploščice
79
Kanal Št. oznaka na vezju Ime pina Digital I/O Analog input PWM
J 10 RA0 da AN0 /
K 11 RA1 da AN1 /
L 12 RA2 da AN2 /
M 13 RA3 da AN3 /
N 14 RA4 da / /
O 15 RA5 da AN4 /
F 6 RB0 da AN12 /
G 7 RB1 da AN10 /
H 8 RB2 da AN8 /
I 9 RB3 da AN9 /
T 19 RC0 da / /
U 20 RC1 da / /
V 21 RC2 da AN14 out 1
A 1 RC7 da AN19 /
B 2 RD4 da AN24 /
C 3 RD5 da AN25 out 2
D 4 RD6 da AN26 out 3
E 5 RD7 da AN27 out 4
P 16 RE0 da AN5 /
R 17 RE1 da AN6 /
S 18 RE2 da AN7 /
Tabela B.1: Namembnost pinov namenske mikrokrmilni-
ške ploščice
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Na sliki B.3 so predstavljeni različni signali. Signal trafo označuje napajanje
iz transformatorja, signal data označuje podatke, ki jih generira računalnik in
morajo biti ojačani, signal signal na maketo predstavlja ojačane podatke, signal
ground predstavlja ničlo. Posebno funkcijo imata signala go in stop, ki sta
med sabo izključujoča (če je signal go na digitalni enici, bo signal stop vedno
na digitalni ničli in obratno). Če je signal go na digitalni enici, pomeni, da
se lokomotive smejo premikati in naj se signal prenaša, če pa je signal stop na
digitalni enici, potem je signal na maketo ves čas enak signalu ground (izklopljeno
napajanje).
Dodatno je v izdelanem ojačevalniku signala (slika B.3) vgrajeno tudi stikalo.
S1 je uporabljen za zmanjšanje nivoja zaznave nizke napetosti, S2 podaljša čas
ugašanja ojačevalnika v primeru porabe preveč toka, S3 se ne uporablja, S4 pa
zmanjša napetost napajanja tirov.
Lokomotive morajo biti napajane s predpisano napetostjo med 18V in 22V.
Stikalo S4 je predvideno za znižanje napetosti za 4V v primeru premočnega
ojačanja.
V okviru samega ojačevalnika so tokovne zaščite izvedene le s pomočjo tran-
zistorjev T5 in T6. Močnejša tokovna zaščita pa je izvedena kar v okviru samega
transformatorja, ki ga je zasnoval proizvajalec Märklin.
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Slika B.3: Načrt ojačevalnika signala [11]
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C Načrt makete in teorija grafov
C.1 Računanje grafa omrežja iz načrta makete
private static readonly int tileRadius = 32;
private static readonly string subsectorSeparator = "__";
// create graph from visual elements
// input: podatki o pozicijah posameznih tirnih elementov
// (pridobljeno iz uporabniškega vmesnika)
// proces: najdi sektorje, razdeli sektorje s tirnicami v več podsektorjev,
// vsak z eno kretnico, ugotovi pripadnost posameznega tirnega
// elementa v sektor (in podsektor), najdi sosednje sektorje na
// podlagi sosednosti tirnih elementov, sestavi graf omrežja,
// shrani v bazo
public static void CreateGraphFromTracks(List<LayoutTileData> tiles)
{
var dataGraph = new BidirectionalGraph<int, Edge<int>>(true);
var sectors = new List<GraphNodeData>();
foreach (var tile in tiles)
{
// create sectors and nodes
var sectorId = tile.SectorId;
if (!string.IsNullOrWhiteSpace(tile.SubSectorId))
sectorId = sectorId + subsectorSeparator + tile.SubSectorId;
// add sector to sector list if it does not exist
var existingSector = sectors.Where(r => r.SectorId == sectorId)
.Select(c => c.NodeId).ToList();
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var sector = new GraphNodeData
{







// find out in which sectors a tile from visual elements is
var tileNodeRelation = new Dictionary<int, List<int>>();
foreach (var tile in tiles)
{
var sectorId = tile.SectorId;
if (!string.IsNullOrWhiteSpace(tile.SubSectorId))
sectorId = sectorId + subsectorSeparator + tile.SubSectorId;




// find out which tiles from visual elements are in which sector
var sectorTileRelation = new Dictionary<string, List<int>>();
var sectorIds = sectors.Select(r => new { r.SectorId, r.SectorType })
.Distinct().ToList();
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tileList = tiles
.Where(r => r.SectorId + subsectorSeparator + r.SubSectorId == sector.SectorId)
.Select(c => c.TileId).ToList();
else




// find out how sectors are connected between each other
var sectorConnections = new Dictionary<string, List<string>>();
foreach (var sector in sectorIds)
{
List<int> possibleTilesIds;
var sectorTilesIds = sectorTileRelation[sector.SectorId]; ;
if (sectorConnections.ContainsKey(sector.SectorId))
{











.Where(r => r.Key != sector.SectorId)
.SelectMany(c => c.Value).ToList();
}
var sectorTiles = tiles
.Where(r => sectorTilesIds.Contains(r.TileId)).ToList();
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var possibleTiles = tiles
.Where(r => possibleTilesIds.Contains(r.TileId)).ToList();
// potential matches are only tiles that are exactly 32 from tile
foreach (var sectorTile in sectorTiles)
{
// find in radius 32







// check if match is actually valid and add it to list




// build graph from matches
foreach (var sector in sectorIds)
{
var listOfGraphConnections = new ListOfGraphConnections
{
GraphConnection = new List<GraphConnection>()
};
var sectorConnection = sectorConnections[sector.SectorId];





DestinationNode = sectors.First(r => r.SectorId == connection).NodeId,
Direction = (int)GraphEnums.ConnectionDirection.None,
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C.2 Računanje urnika in premika vlakov
// graf omrežja
private List<GraphNodeData> _layout;
// pozicija vlaka v omrežju












// inicializacija avtomatske vožnje in računanje premikov
public void StartAutomaticDemoTimeTable()
{
// get initial data about timetable, graph and locations
var trains = GetTrains();
var trainDestinations = GetTrainTimetable();
_trainPositions = GetCurrentTrainPositions();
var databaseInterface = new DatabaseInterface();
_layout = databaseInterface.GetGraphForLayout();
var graph = GetGraph();
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_trainPaths = GetTrainPaths(trainDestinations, graph);
_occupiedVertexes = new List<OccupiedVertex>();
_occupiedEdges = new List<OccupiedEdge>();
// occupy tracks and update calculated path





while (_trainPaths.Any(r => r.Value.Count > 0))
{
foreach (var train in trains)
{








// posodobi pot vlaka
// input: podatki o vlaku
// proces: ob premiku vlaka izbriši trenutni sektor iz seznama sektorjev,
// ki jih mora prevoziti
private void UpdateTrainPath(TrainData train)
{
// update path that is still needed to be driven
var currentPosition = this._trainPositions[train.Id];
var nodesInSector = this._layout.Where(r => r.SectorId == currentPosition)
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.ToList();
var itemsToRemove = this._trainPaths[train.Id]
.Take(nodesInSector.Count)
.Select((Value, Index) => new { Value, Index })
.Where(r => nodesInSector.Any(n => n.NodeId == r.Value))
.ToList();
itemsToRemove.Reverse();






// input: podatki o vlaku
// proces: če se mora vlak premakniti, poglej, ali lahko zasede naslednji
// želeni sektor, sprosti prejšnji sektor, zasedi nov sektor in
// posodobi pot vlaka
private void MoveTrainForward(TrainData train)
{
if (this._trainPaths[train.Id].Count == 0)
return;
// if train is allowed to move into next sector, allow it
var nextNodeId = this._trainPaths[train.Id].First();
var nextNode = _layout.First(r => r.NodeId == nextNodeId);
var canOccupy = CanOccupyGraphForTrain(train, nextNode);
if (!canOccupy)
return;
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AddLogMessage("Vlak " + train.Name + " je v sektorju " + nextNode.SectorId);
UpdateTrainPath(train);
}
// zasedi vozlišče vlaka, kjer se nahaja
// input: podatki o vlaku
private void OccupyGraphForTrain(TrainData train)
{
var node = this._layout
.First(r => r.SectorId == this._trainPositions[train.Id]);
OccupyGraphForTrain(train, node);
}
// preveri, če vlak lahko zasede naslednji sektor
// input: podatki o vlaku in sektorju, ki ga hoče zasesti
// proces: poglej, če vozlišče, ki ga želi zasesti, ni zasedeno, poglej, če
// povezave na to vozlišče niso zasedene po določenih pravilih
// output: true, če ga sme zasesti, false, če ga ne sme
private bool CanOccupyGraphForTrain(TrainData train, GraphNodeData node)
{
// if vertex and edge is not occupied, allow occupancy
if (this._occupiedVertexes
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// zasedi sektor za vlak
// input: podatki o vlaku in sektorju, ki ga bo zasedel
// proces: zasedi vozlišče, ki ga sektor predstavlja, zasedi vse povezave
// za to vozlišče, zasedi vse podsektorje tega vozlišča,
// shrani zasedenost v bazo
private void OccupyGraphForTrain(TrainData train, GraphNodeData node)
{







if (node.SectorType == GraphEnums.SectorType.Multi)
{
var otherNodesInSector = this._layout
.Where(r => r.SectorId == node.SectorId && r.NodeId != node.NodeId)
.ToList();










// store occupancy in database
var databaseInterface = new DatabaseInterface();
databaseInterface.UpdateSectorOccupiedStatus(node.SectorId, true);
}
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// sprosti zasedenost za vlak
// input: podatki o vlaku
// proces: najdi vsa vozlišča in povezave, ki jih ta vlak zaseda ter sprosti
// listo zasedenosti vozlišč in povezav za najdena vozlišča in
// povezave, shrani zasedenost v bazo
private void DeOccupyGraphForTrain(TrainData train)
{
// remove edges and vertexes from lists of occupancy
var node = this._layout
.First(r => r.SectorId == this._trainPositions[train.Id]);
this._occupiedVertexes
.RemoveAll(r => r.NodeId == node.NodeId && r.TrainId == train.Id);
DeOccupyEdgeForNode(train, node);
if (node.SectorType == GraphEnums.SectorType.Multi)
{
var otherNodesInSector = this._layout
.Where(r => r.SectorId == node.SectorId &&
r.NodeId != node.NodeId).ToList();








// store occupancy in database
var databaseInterface = new DatabaseInterface();
databaseInterface.UpdateSectorOccupiedStatus(node.SectorId, false);
}
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// zasedi povezave za podan vlak in vozlišče
// input: podatki o vlaku, podatki o vozlišču
// proces: zasedi vse povezave na dano vozlišče
private void OccupyEdgeForNode(TrainData train, GraphNodeData node)
{
foreach (var conn in node.GraphConnections.GraphConnection)
{
var start = node.NodeId;
var end = conn.DestinationNode;
var toOccupy = new OccupiedEdge
{
TrainId = train.Id,
Edge = new Tuple<int, int>(Math.Min(start, end), Math.Max(start, end))
};




// preveri, če je katera izmed povezav na vozlišče zasedena
// input: podatki o vlaku, podatki o vozlišču
// proces: zapelji se skozi vse možne povezave na vozlišče in preveri,
// če so že na seznamu zasedenosti, vendar ne za podani vlak.
// Izjema pri preverjanju zasedenosti so postajni sektorji
private bool IsEdgeOccupied(TrainData train, GraphNodeData node)
{
var occupied = false;
foreach (var conn in node.GraphConnections.GraphConnection)
{
var start = node.NodeId;
var end = conn.DestinationNode;
var toOccupy =
new Tuple<int, int>(Math.Min(start, end), Math.Max(start, end));
if (this._occupiedEdges
.Any(r => r.Edge.Equals(toOccupy) && r.TrainId != train.Id))
{
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// sprosti zasedenost povezav na vozlišče
// input: podatki o vlaku, podatki o vozlišču
// proces: odstrani vse povezave na vozlišče iz seznama zasedenosti
private void DeOccupyEdgeForNode(TrainData train, GraphNodeData node)
{
foreach (var conn in node.GraphConnections.GraphConnection)
{
var start = node.NodeId;
var end = conn.DestinationNode;
this._occupiedEdges
.RemoveAll(r => r.Edge
.Equals(new Tuple<int, int>(Math.Min(start, end),
Math.Max(start, end))) && r.TrainId == train.Id);
}
}
// izračunaj pot vlaka (sektorje, ki jih mora prevoziti)
// input: željene destinacije vlaka, graf omrežja
// proces: za vsako destinacijo vlaka izračunaj najkrajšo pot preko omrežja
// output: urejeno zaporednje sektorjev, ki jih mora vlak obiskati




// calculate shortest train path and store it
var trainPaths = new Dictionary<int, List<int>>();
foreach (var trainDestination in trainDestinations)
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{
var currentPosition = this._trainPositions[trainDestination.Key];
foreach (var destionation in trainDestination.Value)
{
var shortestPath = GraphAlgorithms
.GetShortestPath<int>(graph, this._layout
















D Meritve dolžine sektorjev za manjšo
maketo
Dolžine posameznih odsekov so:
• postaja 1 (P1): 0,672m,
• postaja 2 (P2): 0,672m,
• izvoz (I): 0,923m,
• odprta proga 1 (OP1): 0,882m,
• odprta proga 2 (OP2): 0,882m,
• uvoz (U): 0,923m.
Za meritve je bil uporabljen model lokomotive DR 80, ki pri polni hitrosti na
potenciometru dosega hitrost 0,3597m/s.
Sektor P1 P2 I OP1 OP2 U
t1 1,80 1,81 2,60 2,48 2,40 2,58
t2 1,84 1,85 2,59 2,43 2,46 2,56
t3 1,84 1,86 2,63 2,45 2,44 2,62
t4 1,83 1,90 2,58 2,48 2,40 2,56
t5 1,86 1,80 2,57 2,40 2,48 2,53
t6 1,90 1,84 2,58 2,43 2,43 2,56
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t7 1,88 1,90 2,57 2,50 2,42 2,55
t8 1,93 1,86 2,54 2,42 2,41 2,53
t9 1,92 1,92 2,63 2,49 2,41 2,53
t10 1,86 1,88 2,50 2,47 2,51 2,54
d1 0,647 0,650 0,934 0,893 0,864 0,927
d2 0,661 0,665 0,930 0,875 0,886 0,919
d3 0,661 0,668 0,945 0,882 0,878 0,941
d4 0,658 0,683 0,927 0,893 0,864 0,919
d5 0,668 0,647 0,923 0,864 0,893 0,909
d6 0,683 0,661 0,927 0,875 0,875 0,919
d7 0,676 0,683 0,923 0,900 0,871 0,916
d8 0,694 0,668 0,912 0,871 0,868 0,909
d9 0,690 0,690 0,945 0,896 0,868 0,909
d10 0,668 0,676 0,898 0,889 0,904 0,912
d 0,671 0,669 0,926 0,884 0,877 0,918
δd [%] 0,21 0,43 0,35 0,20 0,57 0,55
Tabela D.1: Meritve dolžine sektorjev za manjšo maketo
