Abstract. Keeping business processes compliant with regulations is of major importance for companies. Considering the huge number of models each company possesses, automation of compliance maintenance becomes essential. Therefore, many approaches focused on automation of various aspects of compliance problem, e.g., compliance verification. Such techniques allow localizing the problem within the process model. However, they are not able to resolve the violations. In this paper we address the problem of (semi) automatic violation resolution, addressing violations of execution ordering compliance rules. We build upon previous work in categorizing the violations into types and employ automated planning to ensure compliance. The problem of choosing the concrete resolution strategy is addressed by the concept of context.
Introduction
In today's business being compliant with regulations is vital. Process models provide enterprises an explicit view on their business. Thus, it is rational to employ process models for compliance checking. Companies hire experts to audit their business processes and to evidence process compliance to external/internal controls. Keeping processes compliant with constantly changing regulations is expensive [12] .
Compliance requirements (rules) originate from different sources and address various aspects of business processes. For instance, a certain order of execution between activities is required. Other rules force the presence of activities under certain conditions, e.g., reporting banking transactions to a central bank, if large deposits are made. Violations of compliance requirements originating from regulations, e.g., the SarbanesOxley Act of 2002 (see [1] ), lead to penalties, scandals, and loss of reputation. Several approaches have been proposed to handle the divergent aspects of compliance on the level of process models. Most of them are focused on model compliance checking, i.e., on model verification problem [2, 7, 11, 15] .
Although the problem of compliance violation resolution was discussed in literature, it is usually perceived as a human expert task. However, it would be possible to (semi-) automate the task of resolving compliance violations. This would be valued as an aid to the human expert to speed up the process of ensuring compliance. In [3], we made the first step towards resolving violations of compliance rules regarding execution ordering of activities by identifying the different violation patterns.
In this paper we show how automated planning techniques can be used for resolution of compliance violations. We present resolution algorithms for violation patterns identified in [3] and explain the role of resolution context. The developed approach assumes that compliance violations can be resolved sequentially, one after another. This implies that there are no contradictions between compliance rules: for any two rules r 1 and r 2 , resolution of r 1 violation does not lead to violation of r 2 and vice versa.
The rest of the paper is organized as follows. Section 2 provides the necessary formalism. Section 3 describes a motivating example. Section 4 discusses a set of resolution algorithms for the different violation patterns. The related work is presented in Section 5. Section 6 concludes the paper and discusses future work.
Preliminaries
In this section we introduce the basic concepts, supporting the violation resolution approach. As resolutions are realized on a structural level, we introduce a supporting formalism-the concept of process structure trees. Further, we show how the problem domain can be described by a resolution context and the task of violation resolution can be interpreted in terms of automated planning.
Process Structure Tree
Correction of compliance violations assumes analysis and modification of business process models on the structural level. Hence, we need a technique efficiently supporting these tasks. We rely on the concept of a process structure tree (PST), which is the process analogue of abstract syntax trees for programs. The concept of a PST is based on the unique decomposition of a process model into fragments. Fragments, which are the decomposition result, are organized into a hierarchy according to the nesting relation. This hierarchy is called a process structure tree. PSTs can be constructed using various algorithms. One approach is a decomposition into canonical single entry single exit (SESE) fragments, formally described in [25] . Informally, SESE fragments can be defined as fragments with exactly one incoming and one outgoing edge. The node sets of two canonical SESE fragments are either disjoint, or one contains the other. Following [25], we consider the maximal sequence of nodes to be a canonical SESE fragment. As we assume process models to be structured workflows, the SESE decomposition suits the task well. Definition 1. A process structure tree P = (N, r, E, type) is a tree, where:
• N is a finite set of nodes, where nodes correspond to canonical SESE fragments • r ∈ N is the root of the tree • E ⊆ (N × (N \{r}) ) is the set of edges. Let tree nodes n 1 , n 2 ∈ N correspond to SESE fragments f 1 and f 2 , respectively. An edge leads from n 1 to n 2 if SESE fragment f 1 is the direct parent of f 2 • type : N → {act, seq, and, xor, or, loop} is a function assigning a type to each node in N : act corresponds to activities, seq-sequences, and, xor, orblocks of corresponding type, loop
