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Resumen:  
Motostudent es una competición promovida por la fundación Moto 
Engineering Fundation (MEF) entre universidades españolas y europeas. Consiste en 
diseñar y desarrollar un prototipo de moto de competición de 125 centímetros cúbicos 
y dos tiempos, y superar unas pruebas de evaluación que se llevaran a cabo en las 
instalaciones de la Ciudad del Motor de Aragón. 
Este proyecto se enmarca dentro de un trabajo multidisciplinar que parte de la 
recopilación de los datos de la telemetría en una placa situada en la moto, que se 
transmiten vía radio y que posteriormente, se muestran a través de un software 
desarrollada específicamente para este propósito. 
Con objetivo de mejorar el diseño y funcionamiento de la moto el pasado año 
se llevó a cabo el proyecto inicial del sistema de telemetría. Este primer diseño 
aunque era funcional no llegó a probarse en una moto de competición. Con el 
desarrollo de este proyecto llevamos a la práctica el diseño, realizando pruebas reales 
en circuito, además de mejorar aspectos del software como la portabilidad, el diseño, 
las representaciones, etc… al hacer la migración a una aplicación web. 
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Capítulo 1: Introducción 
1.1 Motivación y Objetivos 
Motostudent [1] es una competición promovida por la fundación  Moto 
Engineering Foundation [I][2] (MEF) entre universidades españolas y europeas. 
Consiste en diseñar y desarrollar un prototipo de moto de competición de 125 
centímetros cúbicos y dos tiempos, y superar unas pruebas de evaluación que se llevan a 
cabo en las instalaciones de la Ciudad del Motor de Aragón. 
Este proyecto se enmarca dentro de un trabajo multidisciplinar que parte de la 
recopilación de los datos de la telemetría en una placa situada en la moto, que se 
transmiten vía radio y que posteriormente, se muestran a través de un software 
desarrollada específicamente para este propósito. 
Con objetivo de mejorar el diseño y funcionamiento de la moto el pasado año se 
llevó a cabo el proyecto inicial del sistema de telemetría [3][4][5]. Este primer diseño 
aunque era funcional, también era demasiado sencillo y no llegó a probarse en una moto 
de competición. Con el desarrollo de este proyecto aumentamos la complejidad y la 
funcionalidad del conjunto utilizando sensores reales que se instalaran en la moto y 
llevamos a la práctica el diseño, realizando pruebas reales en circuito, además de 
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mejorar aspectos del software como la portabilidad, el diseño, las representaciones, 
etc… al hacer la migración a una aplicación web.  
Como objetivos concretos de este trabajo de final de grado, incluido dentro del 
proyecto global de telemetría, se propuso:  
- Hacer la migración a tecnologías web de forma que la aplicación y el 
software Java puedan estar alojados en un servidor fijo y estén accesibles 
desde cualquier dispositivo. 
- Aprovechando las herramientas que nos ofrecen estas tecnologías, 
desarrollar una aplicación web que sea responsiva permitiendo así la 
visualización de los datos en cualquier tipo de dispositivo, tanto fijos como 
móviles, mediante una interfaz que sea sencilla e intuitiva.  
- Rediseñar la configuración de la trama de forma que sea escalable y permita 
el envío de un número variable de datos de sensores. 
- Diseñar una nueva estructura para la base de datos MySQL que facilite el 
almacenamiento, extracción y organización de los datos. 
- Mejorar el funcionamiento del software Java que recibe, decodifica y 
almacena los datos enviados por la placa instalada en la moto. 
- Desarrollar herramientas de simulación que permitan poner a prueba el 
software sin necesidad de que la placa envía datos. 
 
1.2 Fases del Proyecto 
El desarrollo del proyecto se ha llevado a cabo a lo largo de unos nueve meses 
desde la toma de contacto con el sistema diseñado el año pasado, sobre diciembre de 
2014, hasta la redacción y la entrega de la presente memoria, en octubre de 2015.  
La primera fase, iniciada entorno a finales del año pasado, consistió en la lectura 
y familiarización con los proyectos anteriores para la posterior puesta en marcha del 
sistema de telemetría inicial. En grupo, junto con mis compañeros Andrés Gil Calín, 
David Hernández Mejías y Francisco Javier Martínez Abellán, se reprodujo el conjunto 
completo y se realizaron pruebas de funcionamiento (más adelante se explica más 
detalladamente los pormenores de esta fase y las pruebas llevadas a cabo). 
La segunda fase incluyó la búsqueda bibliográfica y el aprendizaje de los 
lenguajes y herramientas usadas para el desarrollo de la aplicación, además de un diseño 
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preliminar de la base de datos y las tablas SQL. Este proceso se demoró un par de meses 
debido a la voluntad de adquirir cierta soltura en lenguajes como PHP, HTML, CSS y 
Javascript que me eran relativamente desconocidos en aquel momento.  
La tercera fase englobó tanto el análisis de requisitos y el diseño de la aplicación 
como su posterior implementación. Se han incluido ambas tareas en una sola debido a 
que esta fase ha sido un continuo de procesos de implementación, testeo y rediseño que 
se prolongó hasta principios de verano.  
La cuarta fase constó de la creación y mejora de la herramienta de simulación 
para su posterior uso en pruebas más generales de la aplicación, además de mejoras 
visuales y cambios mínimos en la aplicación. 
La quinta y última fase trata la redacción de la memoria actual. 
A continuación se muestra un pequeño diagrama que representa la evolución 
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Figura 1.1. Esquema del desarrollo del TFG 
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1.3 Estructura de la Memoria 
La memoria está distribuida de la siguiente manera:  
- Una pequeña introducción, que incluye objetivos y fases de desarrollo. 
- Un capítulo que explica el estado del arte en la telemetría actual y el diseño del 
sistema de telemetría para MotoUPCT llevado a cabo el año pasado. 
- Un tercer capítulo que incluye un resumen de cada uno de los entornos, 
herramientas y lenguajes de programación usados para el desarrollo del TFG. 
- El siguiente capítulo explica en sí la aplicación misma, con sus características y 
sus funcionalidades. 
- El quinto capítulo detalla pruebas llevadas a cabo y resultados de las mismas. 
- Tras éste, un capítulo con las conclusiones y las posibles líneas futuras para la 
mejora del presente sistema. 
- Y por último anexos, referencias y bibliografía utilizada. 
  













Capítulo 2: Estado del Arte 
2.1 Introducción a la Telemetría 
La telemetría se define como el proceso de medición de magnitudes, tanto físicas 
como químicas, desde una posición distante al fenómeno cuya dimensión queremos 
obtener, además de incluir el proceso de posterior de envío de información. El término 
telemetría procede de los términos griegos “tele” que significa remoto, y “metron”, que 
significa medida. Aunque el término telemetría se suele aplicar para sistemas remotos 
sin cables, en algunas bibliografías también se puede encontrar para definir sistemas de 
transmisión cableados.[6] 
Un sistema de telemetría por lo general se compone de un dispositivo de entrada, 
encargado de registrar la medida de la magnitud, un medio de transmisión, a través del 
cual se envía la información, dispositivos de procesamiento de señal, cuya labor es 
decodificar los datos y adecuarlos para algún uso, y dispositivos de almacenamiento o 
representación de datos. 
Los dispositivos de entrada están constituidos por dos elementos principales: un 
sensor y un transductor. El sensor es el componente sensible a la magnitud que se quiere 
medir por tanto es capaz de registrar variaciones en ella. El transductor en cambio es el 
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encargado de convertir estas variaciones o medidas de la dimensión deseada en señales 
eléctricas que se pueden procesar y se pueden enviar.  
Una vez se tiene la información medida y tratada se envía a través del medio de 
transmisión no guiado, mediante ondas de radio, comunicación wi-fi, etc. 
El dispositivo de procesamiento de datos se encarga de recibir y dar un 
tratamiento a las señales en caso de que necesiten algún tipo de recuperación o 
compensación; y decodificar y extraer la información útil. 
Por último pueden existir dispositivos de almacenamiento, tales como bases de 
datos alojadas en un servidor, en las que se guarden los datos para su uso posterior, o 
dispositivos de representación para visualizar la información de los sensores en tiempo 
real o en diferido. 
 
 
Figura 2.1. Ejemplo de visualización de datos en un sistema de telemetría [A] 
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2.2 Telemetría Actual en Motocicletas de Competición y Fórmula 1 
Los sistemas de telemetría usados actualmente en deportes de automovilismo y 
motociclismo están a la vanguardia del sector en cuanto a calidad de sensores y 
representación y análisis de la información. Para la especificación del estado del arte en 
este trabajo se optado por la descripción de la telemetría utilizada en la fórmula 1 para el 
caso del automovilismo, debido al volumen de tecnología que usan estos vehículos y a 
la cantidad y complejidad de los sensores que transportan, y de MotoGP para el caso del 
motociclismo de competición, debido a que la aplicación desarrollada es para un 
vehículo similar.  
En el caso de fórmula 1 los sistemas de telemetría son los sistemas auxiliares 
más importantes de los que se dispone. Los sistemas que utilizan se basan en ondas 
microondas en la banda UHF (300MHz-300GHz) y en conexiones punto a punto. En las 
transmisiones inalámbricas la propagación ha de ser por línea de vista, es decir, que no 
haya ningún obstáculo sólido entre las antenas, porque las ondas utilizadas no son 
capaces de superarlos. Por ello se trabaja con envío de información a corta distancia 
mediante el uso de distintas antenas, aunque cuando el coche pasa lejos de los boxes 
puede haber pérdida de información. Podrían usarse también ondas de radio, que serían 
más rápidas, pero también menos fiables y con un menor ancho de banda (y por lo 
tanto, no podría transmitirse tanta información). Para poder enviar información a corta 
distancia, a lo largo de todos y cada uno de los circuitos del Mundial existen una serie 
de antenas repetidoras a las que llegan los datos desde los monoplazas.   
 
Figura 2.2. Esquema de funcionamiento del sistema de telemetría en fórmula 1 [B] 
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Cada vehículo lleva incorporada una pequeña antena situada en el sección 
delantera, a unos 10cm de altura. Es omnidireccional, trabaja a una frecuencia de entre 
1,45 y 1,65 GHz, tiene una ganancia de aproximadamente +3 dBi y una potencia de 
160W. En la parte trasera del coche también se incorpora una segunda antena 
unidireccional. 
Esta antena base va conectada a una unidad, con capacidades de transmisión y 
recepción, CBR-610 que actúa como modem y encripta la señal con los datos 
codificados. Cuenta con una tasa de transferencia con picos de hasta 100Mbps. Esta 
unidad prepara la información registrada por los sensores de coche de tal forma que 
pueda gestionarse mediante el potente software 'Atlas', que permite la lectura de los 
datos mediante complejas gráficas. 
 
Figura 2.3. Centralita de datos de un sistema de telemetría para fórmula 1 [C]  
Por otro lado, el elemento clave sin el cual no sería posible la telemetría en la 
Fórmula1 es la ECU (Electronic Control Unit). Podríamos decir que es la CPU del 
monoplaza, que se encarga de recoger todos los datos de los sensores. Es estándar y 
obligatoria para los 24 coches de la parrilla y está fabricada por la escudería McLaren 
en colaboración con Microsoft. 
La ECU está basada en la arquitectura Power-PC, cuenta con dos procesadores 
de 40MHz, 1GB de memoria estática, 1MB de memoria flash ROM y 1MB de memoria 
SRAM. Su tasa máxima de transmisión de datos es de 230Kbps. Los ingenieros usan un 
cable Ethernet o RS-232 para conectarla con un ordenador portátil y configurarla 
adecuadamente (aunque está bastante limitada por la normativa de la FIA[II])[7]. 
En la competición MotoGP se lleva a cabo un sistema de telemetría totalmente 
distinto. Por reglamento, en MotoGP la telemetría es offline, es decir, se recaba la 
información mientras el piloto está en pista, y luego, mediante el software propio de 
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cada centralita, se descarga en el ordenador desde el que se trabajará .A diferencia de la 
Fórmula1 que se trabaja en tiempo real, en MotoGP este sistema está prohibido.  
En esta competición cada moto descarga toda la información después de cada 
expedición en pista. La información se transmite a través de canales, por ejemplo la 
Ducati GP11 puede llegar a tener más de doscientos. Una vez registrada la información, 
los gráficos resultantes de la misma ayudarán al piloto, junto al analista de datos y al 
ingeniero de pista, a conocer la situación de su moto y de su propio pilotaje, en cada 
curva del circuito. Asimismo, podrá averiguar la marcha con la que negocia cada ángulo 
o la presión que ejerce sobre los frenos en todo momento, para conocer sus límites, y la 
mejor estrategia para sobrepasarlos sin exponerse a un accidente.  
A continuación, podemos ver un gráfico que contempla variables como las 
revoluciones por minuto, las marchas, las suspensiones. Es un gráfico real de la 
telemetría del piloto MAPFRE Aspar, Héctor Barberá, en el circuito australiano de 
Phillip Island. 
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2.3 Sistema de Telemetría para MotoUPCT 2014 
El año pasado, con intención de introducir la telemetría en el proyecto de 
MotoUPCT, se llevaron a cabo tres trabajos complementarios que constituían, en 
conjunto, un sistema completo de telemetría para una motocicleta de competición. Estos 
tres trabajos abarcaban de forma individual cada uno de los tres grandes componentes 
de la telemetría, a saber obtención y envío de datos, transmisión a través de un canal, y 
recepción y visualización de la información. 
El primero de ellos, “Desarrollo de un dispositivo de telemetría basado en la 
plataforma Arduino y Shield 3G + GPS”, fue llevado a cabo por Pedro Celestino López 
Jiménez. En él, se describe el diseño de un dispositivo, usando la plataforma Arduino, 
capaz de recibir la información de unos sensores instalados en una motocicleta de 
competición, de procesar dicha información y de enviarla. En este diseño se optó por el 
hardware libre Arduino por su disponibilidad en el mercado y por poseer la capacidad 
suficiente para la tarea objetivo, además de disponer de la posibilidad de ampliar su 
funcionalidad con shields añadidos. La información a enviar era generada por sensores 
sencillos que fueron elegidos por el autor para este fin, no se trataba de sensores reales 
para uso en motocicletas. Para el envío de la información y la extracción de datos de 
posición se optó por un shield de Arduino de 3G+GPS que, usándose la tarjeta de un 
operador de telefonía móvil, proporcionaba un ancho de banda suficiente para el 
propósito del trabajo. Por último se diseñó una trama de datos, en común con el autor 
del sistema de recepción, que codificaba y albergaba la información de los sensores. A 
continuación una imagen de los resultados de este proyecto:  
 
Figura 2.5. Diseño del proyecto Arduino y Shield 3G+GPS [E] 
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El segundo de estos proyectos, “Implementación de un sistema de 
radiocomunicaciones para la transmisión de la telemetría de una moto de carreras”, fue 
realizado por María Belén Pérez Muñoz. Este trabajo tenía como objetivo el uso de la 
herramienta R&S CMW500 para el despliegue de una red privada de GSM [III] en un 
circuito que proporcionase soporte físico al canal a través del cual se enviaría la 
información recopilada por los sensores en la motocicleta. Se llevaron a cabo pruebas 
utilizando tanto la tecnología GSM como la tecnología UMTS [IV] con distintos 
protocolos de envíos de paquetes.  
 
Figura 2.6. Equipo usado en el trabajo "Implementación de un sistema de radiocomunicaciones para la 
transmisión de la telemetría de una moto de carreras” [F] 
 
 
Figura 2.7. Resultados de pruebas del trabajo "Implementación de un sistema de radiocomunicaciones 
para la transmisión de la telemetría de una moto de carreras” [G] 
Por último, “Desarrollo de un software de telemetría para el control de una moto 
de carreras” fue llevado a cabo por Pedro José Conesa Sánchez. Este trabajo se considera 
el predecesor del actual TFG, ya que tenía como propósito el desarrollar el software que 
recibiese, decodificase y representase los datos enviados por la telemetría de una 
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motocicleta de competición. Todo el software desarrollado en este proyecto se llevó a cabo 
usando como lenguaje de programación Java. El resultado fueron dos herramientas, la 
primera de ellas un programa que se encargaba de recibir los datos, procesarlos, 
almacenarlos en una base de datos en MySQL y de representarlos; y otra encargada de 
llevar a cabo simulaciones.  
 
Figura 2.8. Representación de datos en el trabajo “Desarrollo de un software de telemetría para el 
control de una moto de carreras” [H] 
 
Figura 2.9. Representación de posición en el trabajo “Desarrollo de un software de telemetría para el 
control de una moto de carreras” [I] 
  














Capítulo 3: Herramientas de Desarrollo 
 Para el desarrollo de la aplicación software que recoja, almacene y represente los 
datos de los sensores instalados en la motocicleta de competición, se ha realizado una 
selección de lenguajes de programación y herramientas de desarrollo que se adecúen a 
los objetivos propuestos y las necesidades presentadas por el equipo de MotoUPCT. A 
continuación se explica y se justifica el uso de cada uno de los lenguajes y herramientas 
seleccionadas para esta tarea: 
3.1 Lenguajes de Programación 
3.1.1 JAVA 
Java es un lenguaje de programación de propósito general [8]. Actualmente es 
uno de los lenguajes más extendidos debido principalmente a las siguientes 
características: 
     - Orientación a Objetos: se trata de un paradigma de programación que se vale de 
unas estructuras llamadas objetos y de la interacción entre ellos para la implementación 
de aplicaciones y programas informáticos. Los objetos de Java poseen tres 
características: identidad, descripción de las propiedades del objeto que lo diferencian 
del resto; estado, valores de las propiedades internas que posee el objeto en un momento 
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temporal concreto; y comportamiento, conjunto de métodos y acciones que es capaz de 
llevar a cabo y con el que podemos interactuar con él.  
     - Concurrencia: es la propiedad que admite la ejecución de diversas tareas de forma 
simultánea y que son interactivas entre sí. Esta propiedad se da en Java con la capacidad 
de ejecución multithreading [V] o multihilo, que posibilita el lanzamiento de tareas o 
hilos cuando se activa algún evento concreto. Esta característica es especialmente 
interesante en el propósito de la aplicación ya que permite al software de recepción la 
posibilidad de lanzar un hilo con la llegada de cada paquete de datos y continuar 
esperando la llegada del siguiente, de forma que se pueden procesar de forma paralela y 
eficiente. Este proceso será descrito más en detalle en el capítulo siguiente. 
     - Independencia de la Plataforma: a diferencia de otros lenguajes de 
programación, Java puede ejecutarse en cualquier plataforma. Esto es posible gracias a 
la máquina virtual de Java, un programa escrito en código fuente del hardware que se 
encarga de interpretar y ejecutar el programa. De forma que cuando se realiza la 
compilación, se genera un código fuente de Java que puede ser interpretado por 
cualquier máquina virtual independientemente de la plataforma sobre la que ésta se esté 
ejecutando. De ahí el conocido dicho de los creadores de esta plataforma “Write once, 
run anywhere”. 
 Recapitulando, se eligió este lenguaje de programación por la posibilidad de 
ejecución de tareas en paralelo y la capacidad de uso en distintas plataformas, en 
cualquier servidor potencial donde pueda hospedarse el software, sin la necesidad de 
volver a compilar o modificar el código. 
 
3.1.2 SQL y PHP 
En primer lugar se explica el lenguaje usado para la extracción y 
almacenamiento de datos, SQL. SQL (Structured Query Language) es un lenguaje 
declarativo de gestión de bases de datos que además permite realizar operaciones en 
ellas. Gracias a la utilización del álgebra y de cálculos relacionales, el SQL brinda la 
posibilidad de realizar consultas con el objetivo de recuperar información de las bases 
de datos de manera sencilla. Este lenguaje permite el acceso y la gestión de datos en 
sistemas como MySQL, SQL Server, Access, Oracle, Sybase, DB2 [VI] [9]. 
Se ha optado por el uso de SQL por la sencillez que caracteriza su sintaxis, 
además de que su uso en una base de datos MySQL facilita mucho la interacción con el 
programa de recepción en Java, para el almacenamiento de datos, y con PHP, para la 
extracción. 
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Para la interacción con la base de datos en la parte de extracción se ha optado 
por el uso de PHP. Se trata de un lenguaje de programación de propósito general que se 
ejecuta en el lado del servidor y que permite el desarrollo de aplicaciones web. Es 
multiparadigma, además al tratarse de un lenguaje en el lado del servidor, su código 
permanece invisible al usuario, lo que lo hace bastante seguro [10]. 
 
Figura 3.1. Ejemplo de código PHP con petición SQL 
Se ha decidido PHP como lenguaje para la interacción con la base de datos 
debido a la facilidad que posee para gestionar las tablas y extraer los elementos de ellas, 
tal y como se aprecia en el extracto de código presentado arriba, además de que es un 




$ini = $_REQUEST["ini"];    
$fin = $_REQUEST["fin"]; 
 
 
$sql = "SELECT gps.id, 
       gps.latitud, 
   gps.or_lat, 
   gps.longitud, 
   gps.or_long, 
   gps.milis, 
muestras.tipo_sensor      
muestras.valor  
   FROM gps 
       INNER JOIN muestras ON gps.id=muestras.id_gps  
       WHERE gps.id>='".$ini."' AND gps.id<='".$fin."'  
       ORDER BY gps.id DESC;";   
 
$result = mysqli_query($conn, $sql); 
 
  
Capítulo 3. Herramientas de Desarrollo  2015
 
28 
3.1.3 HTML5, CSS3 y JAVASCRIPT 
Para la implementación de la aplicación web en sí misma se ha optado por las 
versiones más recientes de HTML y CSS para la estructura y el estilo, y Javascript para 
introducir toda la funcionalidad y la lógica aplicación [11]. 
HTML (HyperText Markup Language) es un lenguaje de marcado o etiquetas 
cuyo fin es el de definir las estructuras que componen el contenido de cualquier página 
web. El estándar es gestionado por  el W3C [VII]. Este lenguaje basa su funcionamiento 
en la descripción de elementos de una web (imágenes, videos, texto) mediante texto 
para su posterior interpretación en el navegador desde el cuál se accede.  
Si HTML se encarga de describir el contenido de la web, CSS (Cascading Style 
Sheets) se encarga de definir el cómo se presenta dicho contenido. Por tanto definimos 
CSS como el lenguaje encargado de gestionar la vista y presentación de las estructuras 
definidas por HTML, especificando en sus hojas de estilos cualquier componente 
estético que se quiera elegir. Este lenguaje se vale de las clases e ids asignadas en el 
esqueleto HTML para establecer sus características visuales.  
Además de la estructura y el estilo, es necesario añadir un elemento más, la 
funcionalidad, con este fin se usa Javascript. Javascript es un lenguaje de programación 
interpretado, caracterizado por ser orientado a objetos, basado en prototipos, imperativo, 
débilmente tipado y dinámico. Su forma más extendida es la del lado del cliente, aunque 
también existe una versión para servidores. El uso de este lenguaje es necesario para 
permitir la representación de los datos y para añadir dinamismo a la aplicación. 
A continuación se muestran un par de imágenes en las que se muestra parte del 
esqueleto HTML de la aplicación y su correspondiente hoja de estilos: 
  















  Opciones de Visualización 
 </div> 
 <div class="col-xs-3"> 
<button type="button" class="btn btn-xs btn-primary" id="desplegable"> 





     
<div class="panel-body" id="left_sidebar_body">  
<ul class="nav nav-tabs nav-justified" id="mode_nav"> 
  <li role="presentation" class="active" id="li_treal"> 
<a id="boton_treal" href="#">T. Real</a> 
</li> 
  <li role="presentation" id="li_sesant"> 
<a id="boton_sesant" href="#">S. Anteriores</a> 
</li> 
  <li role="presentation" id="li_conf"> 





<div class="hidden-xs hidden-sm">    









Figura 3.3. Ejemplo de hoja CSS 
  
------------------ BARRA LATERAL ------------------- 
 
*/ 
#desplegable {     
 width: 20px; 
    background-color: #FFFFFF;   
    display: none; 
} 
 
#desplegable span{  




 height: auto; 
} 
 
#left_sidebar h3 { 
















 display: none; 
} 
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3.2 Herramientas y Frameworks 
 3.2.1 NetBeans 
NetBeans [12] es un entorno de desarrollo integrado de software libre orientado 
principalmente a la creación de aplicaciones gráficas tanto de escritorio como de 
dispositivos móviles. Aunque se concibió principalmente para el uso de Java, este 
entorno permite el uso de otros lenguajes de programación tan diversos, como C/C++, 
HTML, PHP. 
Existen otras plataformas también muy populares que son usadas para crear 
aplicaciones con Java, pero se ha decidido el uso de esta herramienta por las facilidades 
que proporciona para generar interfaces con un acabado estético muy bueno.  












Cómo se observa en la figura 3.4, NetBeans nos proporciona la posibilidad de 
crear el aspecto de la aplicación de forma muy intuitiva, generando además todo el 
código que da lugar a estas estructuras automáticamente. Gracias a la simplicidad que 
proporciona ésta característica de NetBeans, la tarea del programador por tanto es 
otorgar funcionalidad a los elementos gráficos que serán activados con determinados 
elementos. 
 
Figura 3.4. Entorno de NetBeans para creación de una interfaz gráfica 
  














En la figura 3.5 se observa bien la correlación de las funciones autogeneradas 
con los eventos de los elementos gráficos y la posibilidad de añadir comportamientos y 
acciones propias a dichas funciones. En este ejemplo concreto se corresponde con la 
preparación de algunas variables iniciales y el encendido del receptor de paquetes UDP 
que se encargará de recibir y almacenar los datos enviados por la placa instalada en la 
motocicleta.  
Figura 3.5. Entorno de NetBeans con código autogenerado y funcionalidad de un botón 
  




Appserv [13] es un paquete de instalación de Apache [VIII], PHP, MySQL y 
PHPMyAdmin. Su principal atractivo es la facilidad de instalación y configuración, 
permite tener un servidor básico de Apache con capacidad para ejecutar scripts de PHP 
y de albergar una base de datos MySQL, además la capacidad de gestionar la base de 











Para el desarrollo de este proyecto se ha instalado este paquete tanto en el pc de 
trabajo como en el ordenador de la universidad que albergará el servidor final. En el 
primer dispositivo se ha hecho para el proceso de implementación y testeo por módulos 
de la aplicación. En el segundo caso se ha instalado para realizar las pruebas finales de 
la aplicación y para albergarla para futuros usos. Gracias a que este ordenador dispone 
de una IP pública limpia, la aplicación será accesible desde cualquier dispositivo 
conectado a internet que introduzca dicha IP en el navegador. 
Por último comentar que se ha usado la versión 2.5.10 de Appserv, que incluye 
las siguientes versiones de sus componentes:  
- Apache 2.2.8. 
- PHP 5.2.6. 
- MySQL 5.0.51b. 
- PHPMyAdmin-2.10.3. 
  
Figura 3.6. Interfaz de PHPMyAdmin para la gestión de la base de datos 
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3.2.3 Bootstrap y jQuery 
Bootstrap es un conjunto de herramientas de código abierto que usadas para la 
creación de aplicaciones y sitios web. Está compuesto por diversas plantillas HTML y 
CSS que permiten añadir elementos gráficos tales como botones, listas, campos de 
formularios, etc., además de scripts en Javascript que añaden cierto dinamismo a dichos 
elementos [14].  
Todas las estructuras a las que Boostrap asigna el estilo son configurables, 
pudiéndose modificar en la mayoría de los casos tamaño, color, tipografía, etc. Incluso 
existe una distribución no compacta de Boostrap que es fácil de leer para que se pueda 
modificar las plantillas directamente y generar así distribuciones personalizadas propias. 
El principal atractivo de Boostrap, al margen de que facilita el proceso de 
asignación de estilos a los componentes, es que es capaz de generar interfaces que se 
adaptan y que pueden modificar su visualización de cara al uso en dispositivos móviles 
tales como tablets  o smartphones. Por ello la selección de Bootstrap nos ayuda a 
cumplir uno de los objetivos propuestos al comienzo TFG,  desarrollar la aplicación de 
forma que se pueda usar en cualquier dispositivo y se adapte correctamente. 
 
Figura 3.7. Interfaz creada con Bootstrap, versión de escritorio 
   
  




Figura 3.8. Interfaz creada con Bootstrap, versión dispositivo móvil 
Como se aprecia en la figura 3.8, los elementos de la interfaz se reordenan y se 
redimensionan para crear una visualización adaptada al tamaño de la pantalla que lo está 
mostrando.  
Además del uso de Bootstrap para simplificar la creación de estilos se ha 
escogido jQuery como herramienta para el mismo propósito con Javascript. JQuery es 
una librería de Javascript de código abierto que amplía las funcionalidades de Javascript 
reduciendo sensiblemente la longitud y la complejidad del código [15].  
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Las mejoras introducidas por esta herramienta se ven reflejadas sobre todo en la 
navegación a través de los elementos del DOM [IX], el manejo de eventos, la 
manipulación de las hojas de estilos CSS y AJAX [X]. 
 
Figura 3.9. Ejemplo de uso de jQuery 
 
3.2.4 Google Charts y Google Maps 
Con el fin introducir la posibilidad de representar los datos se ha seleccionado 
Google Charts como librería para implementar esta funcionalidad. Google Charts es una 
librería de Javascript desarrollada por Google con el fin de permitir a los desarrolladores 
crear gráficas e integrarlas en webs de forma sencilla. Originalmente se diseñó como 
una herramienta interna de Google para añadir funciones a sus web, pero en 2007 se 
 
 $('#boton_sesant').on('click', function(e){  
  $('#mode_nav li').removeClass("active"); 
  $('#li_sesant').addClass("active"); 
  $('#left_sidebar_body form').hide(); 
  $('#form_conf').hide(); 
  $('#form_sesanteriores').show(); 
 
  stopRefresh(); 
  $('#table_container').html(""); 
  $('#graph').html(""); 
 }); 
 
 $('#boton_conf').on('click', function(e){  
  $('#mode_nav li').removeClass("active"); 
  $('#li_conf').addClass("active"); 
  $('#left_sidebar_body form').hide(); 
  $('#form_conf').hide(); 
  $('#form_conf').show(); 
 
  stopRefresh(); 
  $('#table_container').html(""); 
  $('#graph').html(""); 
 }); 
 
/* SCRIPTS PARA PANEL DE TIEMPO REAL */ 
function refreshData (){ 
$.post("datosTReal.php", $datosFormTReal, function(resp, estado,jqXHR){ 
  $datos = resp; 
  var i; 
  $str =""; 
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lanzó el código y pasó a convertirse en una librería abierta y de uso libre. Actualmente 
Google Charts soporta una gran cantidad de tipos de diagramas distintos, como gráficas 
de líneas, diagramas sectoriales, histogramas, etc [16]. 
 
Figura 3.10. Ejemplo de gráfica de líneas hecha con Google Charts 
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Además de la representación de los valores de los sensores, otro de los intereses 
principales de la aplicación es la posibilidad de relacionar estos valores con la posición 
de la motocicleta en cada momento, por lo que surge la necesidad de representar dicha 
posición de alguna manera. Para este fin se ha escogido otra librería de Google, Google 
Maps. Google Maps es un servicio de aplicaciones web que ofrece imágenes de una 
gran gama de mapas configurables además de la posibilidad de posicionar objetos y 
asociar información a dichos mapas [17].  
 
Figura 3.12. Ejemplo de representación de posiciones con Google Maps
  













Capítulo 4: Desarrollo del Software 
Tal y como se ha mencionado en capítulos anteriores de este trabajo, el software 
destinado a la recepción y representación de los datos se ha dividido en dos 
herramientas independiente, el servidor UDP y la aplicación web. A lo largo de este 
capítulo se desglosarán cada uno de los elementos que conforman estas dos 
herramientas y se justificarán las decisiones de diseño llevadas a cabo a lo largo del 
desarrollo del TFG. 
4.1 Procedimiento General y División del Software 
El procedimiento general del software diseñado para este TFG debe comenzarse 
iniciando en el servidor el programa UDP Listener, el cual se encargará de la recepción, 
procesado y almacenamiento de los datos enviados desde la placa.  Una vez abierto el 
programa e iniciado queda a la espera de la llegada de un paquete de datos. En cuanto se 
recibe algún paquete de datos éste se procesa de forma paralela mientras que el servidor 
continúa esperando la llegada más información. En la figura siguiente se muestra un 
pequeño diagrama de flujo que describe el funcionamiento a grandes rasgos del receptor 
UDP implementado. 
  




Figura 4.1. Flujograma que describe el proceso general del UDP Listener 
Los pormenores del procesado del paquete se explicarán en el apartado siguiente 
de éste capítulo.  
En cuanto a la aplicación web, debe decirse que posee dos modos de 
funcionamiento principales, además de una pestaña de configuración de algunos 
parámetros. El primer modo de funcionamiento es el modo en tiempo real, mediante el 
cual la aplicación hará peticiones periódicamente al servidor solicitando los últimos 
datos guardados y representándolos de forma dinámica. El segundo se corresponde con 
el de acceso a sesiones anteriores, en el cuál se realiza una única petición al servidor 
solicitando todas las muestras de un sensor concreto en un intervalo de tiempo 
seleccionable por el usuario.  
Una de las grandes diferencias de este software con respecto a la solución 
diseñada el curso pasado es la división en dos herramientas del software de recepción en 
lugar de una sola en Java. Este cambio en el diseño es debido principalmente a la 
voluntad de crear un software más flexible y que sea compatible con cualquier 
dispositivo, dando la posibilidad de acceder a los datos más fácilmente. 
 La solución anterior llevaba a cabo en un mismo software las tareas de 
recepción y representación, esto dificultaba su uso ya que las configuraciones que deben 
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realizarse para que funcione correctamente el servidor no son triviales. Algunas de estas 
configuraciones conllevan el desvío de datos entrantes a través de un puerto del router 
hacia la IP privada del ordenador que actúa como servidor en el caso de no disponer de 
una IP pública directa, tarea que no es siempre posible si no se es administrador de la 
red. Además el hecho de realizar ambas tareas de forma simultánea puede entorpecer el 
funcionamiento del software si se ejecutase en un ordenador con capacidades limitadas. 
La decisión de dividir el software en dos herramientas independientes solventa 
estos problemas. Por un lado el receptor de paquetes se ejecuta en un servidor 
configurado y con capacidades suficientes para éste propósito, que además albergará la 
base de datos y la aplicación web. De esta manera la configuración del servidor sólo 
deberá realizarse una única vez. La tarea de representación quedaría a cargo del 
dispositivo a través del cual se acceda a la aplicación, separando así ambas tareas y 
agilizando el funcionamiento del software. 
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4.2 UDP Listener 
En primer lugar habría que justificar el uso de UDP como protocolo de 
transferencia de datos frente  TCP [XI]. El protocolo TCP es un protocolo síncrono que 
posee fase de establecimiento y finalización, además de control y confirmación de la 
llegada de los distintos paquetes que se envían a través de ésta. El protocolo UDP en 
cambio es un protocolo asíncrono, luego no requiere de establecimiento previo de 
conexión ni control sobre la transmisión correcta de los paquetes. Para nuestro 
propósito, que es el envío de un volumen importante de datos, prima la rapidez y la 
sencillez en el protocolo que se use sobre el control de los paquetes, siempre que la tasa 
de llegada sea aceptable. Tomando en cuenta este criterio, se llega rápidamente a la 
conclusión de que el protocolo idóneo para nuestra aplicación es UDP. 
Una vez explicado el protocolo, se debe explicar el funcionamiento detallado de 
la herramienta y las clases que la componen y que posibilitan la realización de las 
tareas. 
 
4.2.1 Initial Frame 
Se trata de la ventana inicial que aparecerá en cuanto se abra el software. 
Aparece una vista sencilla en la que se da la posibilidad de modificar el puerto a través 
del cual se van a recibir los paquetes UDP y un botón que inicia el receptor en sí mismo.  
 
Figura 4.2. Ventana inicial del UDP Listener 
Una vez que se pulsa el botón de Start el programa inicializa algunas variables 
internas, hace una petición a la base de datos para obtener el último índice de GPS 
usado (dato que se usa más adelante a la hora de almacenar muestras nuevas), lanza el 
hilo de Servidor_Thread que se encargará de gestionar la llegada de los paquetes y por 
último hace un cambio de ventana, cerrando ésta y abriendo una del tipo Data_Frame. 
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 4.2.2 Data Frame 
Data_Frame es una ventana que únicamente sirve para mostrar los datos que se 
decodifican, mensajes de error o como herramienta de programación para depurar el 
código. Carece de cualquier componente con el que se pueda interactuar, sólo está 
compuesta por un cuadro de texto en el que se imprime la información antes 
mencionada. 
 
Figura 4.3. Vista de la ventana Data Frame 
 
 
 4.2.3 MetaDatos 
MetaDatos es una clase que sirve para guardar variables y funciones globales a 
las que se accede desde diferentes clases o hilos del software. En concreto almacena 
variables de acceso y configuración de la base de datos tales como nombre de usuario, 
contraseña, nombre de la base de datos, tabla en la que se almacenan las muestras, etc. 
Además posee funciones de acceso y gestión a la base de datos como la de establecer 
conexión, finalizarla, crear tabla o modificar el puerto por el que entran los paquetes 
UDP. 
 4.2.4 Servidor Thread 
Se trata del hilo principal de ésta herramienta. Se inicia cuando se pulsa el botón 
de Start  en la ventana inicial, y se encarga de gestionar la llegada de los paquetes UDP, 
encapsular la información en la clase Datos y posteriormente lanzar un hilo de 
Proceso_Thread que es el encargado de tratar la información y almacenarla en la base 
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de datos. La estructura de la clase es sencilla, como se puede apreciar en la figura 
siguiente: 
 




    public void run (){ 
        byte[] receiveData = new byte[1024]; // Paquete de datos de 1024 bytes 
        String str = null; // String para convertir los datos 
        DatagramSocket serverSocket = null; // Socket del servidor 
         
        try{ 
            serverSocket = new DatagramSocket(MetaDatos.nport);    
            MetaDatos.printData("Socket creado."); 
        } 
        catch(Exception e){ 
            e.printStackTrace(); 
        } 
        while(MetaDatos.servidor_status){            
            str = null; 
            DatagramPacket receivePacket = new DatagramPacket(receiveData, 
                    receiveData.length); 
            try{ 
                serverSocket.receive(receivePacket); 
                str = new String( receiveData, 0, receivePacket.getLength() );  
            } 
            catch(Exception e){ 
                e.printStackTrace(); 
            }             
            try{ 
                Datos d = new Datos(str); 
                Proceso_Thread pT = new Proceso_Thread(); 
                pT.run(d); 
            } 
            catch(Exception e){ 
                System.out.println("Trama no válida."); 
                MetaDatos.printData("Se ha recibido una trama no válida " 
                        + "y se ha desechado");                
            }                       
        } 
        serverSocket.close(); 
    } 
  




Esta clase permite encapsular los datos obtenidos de los paquetes entrantes. Esto 
implica el proceso de transformación de la cadena de caracteres que se extrae 
directamente de los paquetes en datos útiles separados, además de proporcionar métodos 
de acceso a ellos para facilitar la tarea a los hilos que manejen esta estructura de datos. 
 
public Datos (String trama) throws Exception{ 
    if(trama.charAt(0) == 's'){      
        SimpleDateFormat formatEntrada = new SimpleDateFormat("kk:mm:ss S");  
        fechaTrama = new Date();  
        nSensores = trama.charAt(1) - 65; 
        sensores = new char [nSensores];  
        valores = new String [nSensores];             
        int index = nSensores + 2; 
        int si = 0; 
        for(int i = 0; i < nSensores;i++){ 
            sensores[i] = trama.charAt(i+2); 
            switch (sensores[i]){ 
                case 'g': 
                    StringTokenizer st = new StringTokenizer(trama.substring 
                    (index, index + 44),",",false); 
                    int gi = 0; 
                    datosGPS = new String [6]; 
                    while (st.hasMoreTokens()){ 
                        datosGPS[gi] = st.nextToken(); 
                        gi++; 
                    } 
                    index += 44; 
                    si++; 
                    break; 
                case 'a': 
                    valores[si] = trama.substring(index, index + 13); 
                    si++; 
                    index += 13;                 
                    break; 
                default: 
                    int aux = (int) trama.charAt(index); 
                    valores[si] = Integer.toString(aux); 
                    si++; 
                    index ++; 
                    break; 
            } 
        }                      
    } 
    else throw new Exception(); 
} 
  




Figura 4.5. Estructura interna de la clase Datos 
  
public long getHora(){ 
    return fechaTrama.getTime(); 
} 
 
public char getSensor(int i){ 
    char c = sensores[i]; 
    return c;        
} 
 
public String getMuestra(int i){ 
    String str = valores[i]; 
    return str; 
} 
 
public int getNSensores (){ 
    return nSensores; 
} 
 












public String getOrLong(){ 
    return datosGPS[3]; 
} 
 
public String getFechaGPS(){ 
    String s = datosGPS[4]; 
    return (s.substring(0,2)+"/"+s.substring(2,4)+"/"+s.substring(4,6)); 
} 
 
public String getHoraGPS(){ 
    String s = datosGPS[5]; 
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4.2.6 Proceso Thread 
Este hilo se encarga de gestionar la conexión con la base de datos y de 
almacenar los valores de los sensores en las tablas correspondientes, controlando 
también las referencias cruzadas que existen entre tablas. Al lanzar este hilo es 
necesario pasarle como argumento un objeto del tipo Datos que contiene la información 
de los sensores recibidos en un determinado paquete. Una vez dentro del hilo, se inicia 
la conexión con la base de datos mediante una llamada a una función de la clase 
MetaDatos, se guardan los valores de los sensores y por último se hace otra llamada a 
una función para cerrar la conexión. 
 
 
Figura 4.6. Diagrama de flujo del procesado de los paquetes 
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4.3 Formato de Datos y Estructura de la Trama 
 De acuerdo a uno de los objetivos propuestos para este trabajo de fin de grado, 
se ha rediseñado la estructura de la trama de tal manera que se pueda ampliar el envío 
de información añadiendo sensores de forma más o menos sencilla y permitiendo la 
posibilidad de que la trama tenga una longitud variable de forma que se aprovechen 
mejor los recursos disponibles. 
 Comenzaremos hablando de la trama diseñada en la solución del curso pasado, 
diseñada en conjunto por los autores de los proyectos “Desarrollo de un dispositivo de 
telemetría basado en la plataforma Arduino y Shield 3G + GPS” [3] y “Desarrollo de un 
software de telemetría para el control de una moto de carreras” [5]. Tal y como se 
implementó la trama tenía una longitud fija de 500 bytes que debía ser completada con 
el signo ‘#’ en caso de que la información no fuese suficiente para llenarla. El 
datagrama enviaba siempre la secuencia de sensores en el mismo orden,  precediendo 
siempre la información de los sensores con un indicador que identificaba de cuál se 
trataba. La trama quedaba tal y como se aprecia en la siguiente figura: 
 
 
Figura 4.7. Estructura de la trama diseñada para el proyecto del curso pasado 
 
Tomando como referencia este diseño inicial y sabiendo que al menos se va a 
mantener el mismo GPS, luego los datos de ese sensor tendrán el mismo contenido y 
longitud, se ha diseñado una nueva trama. En primer lugar ha introducido un indicador 
de comienzo de trama representado con la letra ‘s’, éste permitirá desechar tramas o 
cualquier otra información que pueda llegar al puerto a través del que se reciben los 
paquetes y que no nos es útil. Inmediatamente después viene codificado el número de 
sensores, incluido el GPS, mediante un carácter ASCII cuya relación es la siguiente:  
 
ASCII Símbolo Número 
65 A 0 
66 B 1 
67 C 2 
68 D 3 
69 E 4 
70 F 5 
71 G 6 
Figura 4.8. Relación ASCII-nº de sensores 
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Y así sucesivamente, sin ningún máximo en cuanto al número de sensores que 
puede albergar una sola trama. La idea de añadir este cambió es la de codificar de forma 
sencilla y eficiente el número de sensores exacto que va a llevar la trama para poder 
llevar un mejor control y facilitar la decodificación en el servidor.  
Tras la codificación del número de sensores se envía una secuencia con los 
indicadores de los sensores que se van a enviar y en el orden en el que posteriormente 
va a aparecer la información. Hay que tener en cuenta que si un sensor se envía varias 
veces en la misma trama, se debe enviar otras tantas veces el indicador de ese sensor 
ocupando la posición que debe en el orden en que se envía la información. Esta forma 
de especificar los sensores que contiene la trama permite conocer el orden exacto con 
que aparece la información al decodificarlo, si a esto añadimos el conocimiento de la 
longitud de bytes que ocupa cada muestra de sensor, se consigue que el proceso en 
recepción sea mucho más sencillo y más rápido. 
Por último, tras la secuencia de los indicadores de los distintos tipos de sensores 
aparece la información en sí de cada uno de los sensores, siguiendo el orden antes 
especificado. Las distintas muestras no van separadas por ningún símbolo, ya que al 
conocer el orden de la información y la longitud de cada tipo de muestra, el uso de 





Observamos en la figura 4.8 la estructura arriba descrita. En primer lugar 
encontramos en azul oscuro el símbolo ‘s’ que indica el comienzo de la trama. Tras éste 
en un azul más claro se observa la letra ‘C’ mayúscula que nos informa de que la trama 
incluye información únicamente de dos sensores. Posteriormente aparece la secuencia 
con los indicadores en rojo, que nos comunica que en primer lugar encontraremos la 
información del GPS y en segundo la del potenciómetro lineal (sensor simulado). Y por 
último los datos de las muestras de cada sensor, en este caso separado por colores, en 
verde el GPS y en amarillo el potenciómetro lineal.   
sCgp37.645857000,N,1.032232000,W,140915,111139.0É 
Figura 4.9. Ejemplo de trama con la nueva estructura diseñada 
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4.4 Base de Datos y Estructura de las Tablas 
El diseño de la base de datos y las tablas se ha modificado con respecto al 
sistema del curso pasado. En la solución anterior se diseñó de tal manera que se 
generaba una tabla por sesión que albergaba una entrada por cada trama. Por tanto, los 
campos de las tablas estaban compuestos por los valores de los sensores que componían 
la trama, de forma que podían quedar huecos en blanco si no se recibían valores de 
algún sensor. Este planteamiento aunque funcional, no era demasiado eficiente. 
Con el fin de mejorar un poco el aprovechamiento del espacio en la base de 
datos, se ha rediseñado la estructura y el contenido de las tablas. En primer lugar se ha 
creado una tabla llamada sensores que guarda información acerca de la longitud de las 
muestras, límites, magnitud que mide el sensor, etc., todo ello para proporcionar a la 
aplicación web información para la representación de los datos. 
 
Figura 4.10. Estructura de la tabla sensores 
- nombre: nombre completo del sensor. 
- tipo_sensor: indicador del sensor representado mediante una sola letra. 
- longitud: longitud en bytes de las muestras del sensor. 
- lim_inf_mag: límite inferior de la magnitud que representa el sensor. 
- lim_sup_mag: límite superior de la magnitud que representa el sensor. 
- magnitud: unidad de la magnitud que mide el sensor. 
- lim_inf_mues: límite inferior de la muestra tomada por el sensor. 
- lim_sup_mues: límite superior de la muestra tomada por el sensor. 
 
Cabe explicar más detenidamente la diferencia entre los campos de límites 
referidos a la magnitud y a la muestra. La información tomada por los sensores es 
muestreada y en la mayoría de los casos codificada en uno o varios bytes, excepto el 
GPS que es enviado como texto plano. En recepción al decodificarse se obtiene un valor 
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entero que oscila entre 0 y el máximo representable por el número de bits que tiene la 
muestra. Por tanto para poder volver a darle un significado físico y relacionarlo con la 
magnitud original son necesarios estos campos. Es más fácil de ilustrar con un ejemplo: 
Supongamos un sensor de temperatura instalado en el motor cuyo rango de 
medidas va desde 10ºC a 60ºC y que codifica cada muestra en un solo byte. El valor 
muestreado y enviado al servidor va a variar entre 0 y 255, pero luego a la hora de 
presentarlo nos interesa que estos valores vuelvan a recobrar el significado físico que 
tenían antes de su codificación, para ello en la aplicación debe transformarse teniendo 
como referencia los datos guardados en la tabla sensores. Por tanto para éste ejemplo los 
campos de la tabla tendrían los siguientes valores: 








Figura 4.11. Ejemplo de sensor representado en la tabla sensores 
 
Una vez descritas las características de las muestras de los sensores, procedemos 
a justificar las tablas que almacenan las muestras en sí mismas. En comparación con el 
diseño inicial [5], se ha optado eliminar las tablas por sesión, de forma que quedarán 
dos tablas, gps para las muestras de GPS y muestras para el resto de sensores, que 
recogerán todas los datos recibidos independientemente de la fecha de los mismos.  
A continuación se va a mostrar la estructura de cada una de las tablas de la base 
de datos, describiendo además algunas de sus características en relación al 
funcionamiento de las tablas MySQL. Para ello se define el significado de cada columna 
de los campos: 
• Campo: indica el nombre del campo. 
• Tipo: describe el tipo de datos que alberga el campo, entre paréntesis la 
longitud que tiene en caracteres si es que se trata de una longitud finita. 
• Cotejamiento: codificación con la que se almacenan los datos de ese 
campo en caso de ser de tipo carácter o texto. 
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• Atributos: permite añadir ciertas propiedades al campo como que sean 
número sin signo o que se rellene automáticamente con la fecha al 
introducir el dato. 
• Nulo: especifica si se admiten o no valores de tipo null. 
• Predeterminado: posibilita la opción de añadir un valor por defecto al 
campo. 
• Extra: permite convertir al campo en uno autoincremental, de forma que 
sea una unidad superior a la muestra anterior. 
 
La tabla muestras posee los siguientes campos: 
 
Figura 4.12. Estructura de la tabla muestras 
- id: es un indicador entero único que sirve para diferenciar una muestra 
de otra. 
- tipo_sensor: establece el tipo de sensor al que pertenece la muestra. 
- milis: se trata de una variable que almacena el número de milisegundos 
que han pasado desde el 1 de enero de 1970. Es una manera de almacenar 
la fecha de la muestra con una precisión de milisegundos. 
- valor: valor de la muestra. 
- id_gps: esta variable permite relacionar cada muestra con la posición de 
GPS en la que se tomó. Hace referencia al id de la muestra de GPS en la 
tabla gps. 
 
El hecho de almacenar la id de la muestra de GPS relacionada con cada muestra 
de sensor permite que después en la aplicación se puedan relacionar unos datos con 
otros. Debe mencionarse que en caso de no existir datos de una muestra de GPS en una 
trama, a los nuevos datos de sensores se les asigna la última muestra de GPS existente. 
 
 La tabla que almacena los datos correspondientes al GPS es algo más compleja 
ya que de éste sensor se extrae más información.  
  




Figura 4.13. Estructura interna de la tabla gps 
- id: es un indicador entero único que sirve para diferenciar una muestra 
de otra. 
- milis: se trata de una variable que almacena el número de milisegundos 
que han pasado desde el 1 de enero de 1970. Es una manera de almacenar 
la fecha de la muestra con una precisión de milisegundos. 
- latitud: representa la coordenada de latitud de la posición GPS. Debe ser 
positiva. 
- or_lat: representa la orientación de la coordenada de latitud. Puede ser N 
(Norte) o S (Sur). 
- longitud: representa la coordenada de longitud de la posición GPS. Debe 
ser positiva. 
- or_long: representa la orientación de la coordenada de latitud. Puede ser 
E (Este) u O (Oeste). 
- f_gps: almacena la fecha proporcionada por la muestra del GPS. 
- h_gps: almacena la hora proporcionada por la muestra del GPS. 
 
A pesar de que los dos últimos campos no son usados por la aplicación actual, se 
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4.5 Aplicación Web 
Para finalizar este capítulo de descripción del desarrollo del software y 
justificación del mismo se va a tratar la aplicación web encargada de la representación 
de los datos. Para este fin se ha dividido el apartado en cada uno de los modos que 
posee la aplicación. El primero, el modo en tiempo real, encargado de mostrar los datos 
que van llegando al servidor actualizando los datos cada cierto tiempo de forma 
periódica. El segundo, el modo de sesiones anteriores, permite acceder a datos 
almacenados en la base de datos, mostrando más información que el modo anterior. 
Cerrando los modos de la aplicación, se hablará de la pestaña de configuración que 
permite personalizar ciertos aspectos de la aplicación, además de permitir añadir 
información a la base de datos.  
A parte de la explicación de cada uno de los modos también es oportuno hablar 
de la estructura que sigue la aplicación en cuanto a código y hablar de los ficheros que 
se han desarrollado para su correcto funcionamiento, por lo que se ha introducido un 
subapartado con este propósito. Por último se comentará brevemente la vista de la 
aplicación en dispositivos móviles y los elementos que han permitido esta 
funcionalidad. 
  
 4.5.1 Modo Tiempo Real 
Como se ha explicado, el modo en tiempo real tiene como principal objetivo el 
mostrar los datos, de forma periódica, que llegan al servidor  . Dado que la idea de éste 
modo es que los datos se representen de forma fluida y de un golpe de vista, se ha 
optado por eliminar cualquier representación de los datos en forma escrita, dejando 
únicamente la representación gráfica de las muestras. 
Además de las gráficas con la información de los sensores, este modo de 
representación incluye la posibilidad de mostrar en el mapa las posiciones de las 
muestras tomadas en el último periodo. El tiempo de refresco o periodo que transcurre 
entre cada actualización de los datos en la aplicación es seleccionable en la pestaña de 
configuración, y tiene un valor por defecto de 2000ms.  
A continuación se muestra una imagen del menú de configuración del modo en 
tiempo real: 
  




Figura 4.14. Vista de configuración del modo en tiempo real 
Como se observa en la figura 4.13, las opciones de configuración de este modo 
son sencillas. En primer lugar aparece una serie de checkbox generados de forma 
dinámica en función de los sensores almacenados en la tabla sensores de la base de 
datos. Éstos permiten seleccionar los sensores que se quieren visualizar en tiempo real. 
Ofrecen además la posibilidad de seleccionar varios sensores, o incluso seleccionarlos 
todos, ya que después se generan las gráficas de nuevo de forma dinámica, una por cada 
sensor.  
Además de los sensores, existe la posibilidad de elegir el número de muestras 
que se van a recuperar del servidor cada vez que se actualicen los datos, este valor es 
igual a 10 por defecto.  
Por último observamos dos botones que posibilitan el control del modo. El azul 
de Start toma los datos del formulario de configuración, realiza las labores previas a la 
representación y posteriormente inicia la rutina encargada de solicitar periódicamente 
los datos de los sensores al servidor y de representarlos. El botón rojo de Stop en 
cambio se encarga de realizar la acción opuesta, detiene completamente el proceso de 
actualización de la información, congelando la última representación hecha antes del 
click.  
A continuación se muestra una captura de la aplicación usando este modo para la 
representación de dos sensores y 10 elementos recuperados del servidor en cada 
actualización de datos: 
  




Figura 4.15. Vista completa del modo en tiempo real 
 
Para finalizar este subapartado se va a explicar brevemente el funcionamiento de 
la rutina de actualización de datos y representación. En primer lugar al pulsar el botón 
Start se recoge la información del panel de configuración del modo. Tras esto se genera 
el mapa sobre el que se añadirán los marcadores de posiciones que se obtengan del 
servidor con cada petición. A continuación se crea una variable llamada timer con un 
objeto de Javascript Interval que será el encargado de hacer la llamada automáticamente 
a la función refreshData de forma periódica. 
 
 
Figura 4.16. Código de inicio del modo en tiempo real 
$('#form_treal').submit(function(e){  
  e.preventDefault(); 
  stopRefresh(); 
  $datosFormTReal = $('#form_treal').serialize();   
  var mapOptions = { 
   center: { lat: 37.646091, lng: -1.033956}, 
   zoom: 15, 
   mapTypeId: google.maps.MapTypeId.SATELLITE 
        }; 
map = new google.maps.Map(document.getElementById('map'), 
mapOptions);        
 
 timer =  setInterval(function(){refreshData();}, tiempoRefresco);}); 
 $('#btnStop').on('click', function(){ 
  stopRefresh(); 
 }) 
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La función refreshData se encarga de hacer una llamada al script datosTReal.php 
del servidor para que le devuelva los datos de los sensores. Tras recibirlos genera las 
gráficas para cada uno de los sensores y posteriormente hace una llamada post a otro 
script del servidor, esta vez el script datosMapa.php, que le devuelve los datos de las 
muestras de GPS para, tras su recepción, añadir los marcadores al mapa.  
 
Figura 4.17. Código de la función refreshData 
function refreshData (){ 
$.post("lib/datosTReal.php", $datosFormTReal, function(resp, estado, jqXHR){ 
 graphIndex = 0; 
 $('#graph_container').html('');  
 $datos = resp;  
 for($j=0; $j < $datos.length; $j++){      
  plotGraph($datos[$j]);     
 }      
 $infoDatosMapa = { 
  'fin': $datos[0].id_gps[0], 
  'ini': $datos[0].id_gps[$datos[0].id_gps.length-1] 
 };    
 if(markers != undefined){ 
  deleteMarkers(); 
 } 
$.post("lib/datosMapa.php", $infoDatosMapa, function(resp, estado, jqXHR){  
     $datosMapa = resp;      
     for(i=0; i<$datosMapa.lat.length; i++){ 
      lat = parseFloat($datosMapa.lat[i]); 
      lon = parseFloat($datosMapa.lon[i]); 
      if($datosMapa.or_lat[i] == "S"){ 
       lat = lat*(-1); 
      } 
      if($datosMapa.or_lon[i] == "W"){ 
       lon = lon*(-1); 
      } 
      d = new Date(); 
  d.setTime($datosMapa.milis[i]); 
  str = d.getHours()+":"+d.getMinutes()+" "+d.getMilliseconds(); 
   
  for(j=0; j<$datosMapa.tipo_sensor[i].length; j++){ 
str = str + "<br>" + $datosMapa.tipo_sensor[i][j] + " = " + 
$datosMapa.valor[i][j]; 
  } 
     addMarker(lat, lon, str); 





Capítulo 4. Desarrollo de la Aplicación  2015
 
58 
Para completar el funcionamiento de la función refreshData se han creado 
algunas funciones auxiliares cuyo código no merece la pena explicar pero que sí deben 
ser explicadas: 
- generateGraphContainer: esta función se encarga de generar el 
contenedor que la librería de Google Charts usará para representar la 
gráfica con los datos. Esta función también es usada por el modo de 
sesiones anteriores. 
- plotGraph: esta función tiene como argumentos de entrada el array de 
datos que se quiere representar. Se encarga de preparar la tabla de datos, 
configurar las opciones y hacer las llamadas a la librería de Google 
Charts para generar la gráfica y asignarla a un contenedor del documento 
html. Al igual que la función anterior, esta también es usada por el modo 
de sesiones anteriores.  
- addMarker: tomando tres argumentos de entrada (latitud, longitud e 
información de la muestra de GPS) se encarga de crear un marcador y de 
añadirlo al mapa. 
- deleteMarkers: tiene como objetivo eliminar los marcadores que hay 




4.5.2 Modo de Sesiones Anteriores 
En el modo de sesiones anteriores la finalidad cambia con respecto al modo en 
tiempo real, prima la cantidad de información y su exposición frente al rendimiento y la 
rapidez. Esto ya queda reflejado en el panel de configuración del modo. En este caso las 
opciones de formato están relacionadas con el tiempo de las muestras, en lugar de 
hacerlo con la cantidad.  
El primer dato que se solicita al usuario es la fecha de las muestras que desea 
representar. Para ello al pinchar sobre el cuadro de texto que albergará dicha 
información se abre un menú emergente que nos permite navegar a través de los meses 
del año para seleccionar la fecha exacta deseada. Cabe mencionar que por defecto el 








Figura 4.18. Menú emergente para selección de fecha en el modo sesiones anteriores 
 
Tras la selección de fecha aparecen dos selectores de hora que permiten definir 
el intervalo de tiempo que queremos escoger para la representación de muestras. Estos 
campos también poseen su propio menú emergente que facilita la selección de hora. La 
idea de escoger estos plugins añadidos a las funcionalidades normales de HTML y 
Javascript es definir de forma clara el formato con que se deben introducir los datos en 
la aplicación, aparte de proporcionar una manera intuitiva para el usuario de fijar las 
opciones. 
 
Figura 4.19. Menú emergente para selección de hora en el modo sesiones anteriores 
 
Por último encontramos de nuevo los sensores en una lista para seleccionar los 
sensores que queremos representar. A continuación se muestra la vista completa:  
  




Figura 4.20. Vista completa del modo de sesiones anteriores 
Como se observa en la figura 4.19, este modo posee funcionalidades añadidas 
frente al modo en tiempo real. Tras pulsar el botón de mostrar y representar los datos 
aparecen unos controles a la izquierda que permiten navegar entre las distintas gráficas 
mostrando los datos representados de forma escrita en una tabla. Además se ofrece la 
posibilidad de exportar estos datos en archivo CSV o de guardar la gráfica en un archivo 
PNG.  
 
Figura 4.21. Controles generados tras la representación de datos en el modo de sesiones anteriores 
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Para finalizar la descripción de la interfaz en este modo y las funcionalidades 
que ofrece, se debe mencionar que el mapa en este mapa también dispone de 
interacciones propias más allá de la representación de los marcadores de posiciones. Al 
hacer click en cualquiera los marcadores representados aparece un diálogo que contiene 
la hora en que fue tomada la muestra de GPS y los valores de los sensores asociados a 
dicha muestra. 
 
Figura 4.22. Diálogo emergente al seleccionar una posición del mapa 
 
La funcionalidad del mapa ha sido implementada de dos formas distintas en 
ambos modos. En el modo de tiempo real se ha usado la librería de Google Maps y en 
lugar de generar un mapa cada vez que se reciben datos nuevos, se eliminan los 
marcadores anteriores y se crean nuevos. Esta forma de implementarlo responde a la 
necesidad de rapidez que condiciona el modo en tiempo real. En cambio en el modo de 
sesiones anteriores, al no existir esa necesidad, se ha optado por la utilización de la 
librería de Google Charts para representar también el mapa. Esta elección es 
principalmente debida a que el tratamiento y gestión de los datos a través de esta librería 
es mucho más sencillo cuando se maneja un volumen de datos relativamente grande. 
  
function drawMap() { 
 $infoDatosMapa = { 
  'fin': $datos[0].id_gps[0], 
  'ini': $datos[0].id_gps[$datos[0].id_gps.length-1] 
 }; 
$.post("lib/datosMapa.php", $infoDatosMapa, function(resp, estado, jqXHR){ 
 var dataMap = new google.visualization.DataTable(); 
  dataMap.addColumn('number','Lat'); 
 dataMap.addColumn('number', 'Long'); 
dataMap.addColumn('string', 'Info');  
$datosMapa = resp;           
  




Figura 4.23. Función de representación del mapa en el modo sesiones anteriores 
 
El código encargado de representar los datos es similar a la función refreshData 
del modo en tiempo real. En primer lugar recoge los datos del panel de configuración. 
Tras esto hace una petición al servidor para obtener los datos de los sensores, los 
representa y genera las nuevas opciones de selección  de gráfica y exportado de datos. 
Por último hace una llamada a la función drawMap, descrita en la figura anterior, para 
representar el mapa y generar la interacción que existe entre la tabla de datos, las 
gráficas y el propio mapa. Esta interacción permite que al seleccionar un dato en la tabla 
quede resaltado esa misma información en la gráfica y en el mapa. Y de la misma 
manera cuando se selecciona un dato en la gráfica, éste quedará resaltado en la tabla y 
en el mapa. 
 for(i=0; i<$datosMapa.lat.length; i++){ 
     lat = parseFloat($datosMapa.lat[i]); 
    lon = parseFloat($datosMapa.lon[i]); 
 
    if($datosMapa.or_lat[i] == "S"){ 
   lat = lat*(-1); 
 } 
 if($datosMapa.or_lon[i] == "W"){ 
     lon = lon*(-1); 
    } 
 
   d = new Date(); 
 d.setTime($datosMapa.milis[i]); 
 str = d.getHours()+":"+d.getMinutes()+" "+d.getMilliseconds();  
  
 for(j=0; j<$datosMapa.tipo_sensor[i].length; j++){ 
str = str + "<br>" + $datosMapa.tipo_sensor[i][j] + " = " + 
$datosMapa.valor[i][j]; 
 } 
    dataMap.addRows([  
  [lat, lon, str] 
 ]); 
   } 
 
 var options = { mapType: 'satellite', 
         showLine: true,      
        showTip: true, 
     enableScrollWheel: true }; 
 map = new google.visualization.Map(document.getElementById('map')); 



















 $datosFormSesAnteriores = $('#form_sesanteriores').serialize(); 
 options = { 
  hAxis: { 
   title: 'Hora de la Muestra' 
  }, 
  vAxis: { 
   title: 'Valor del Sensor' 
  }, 
  colors: ['#0000FF'], 
  explorer: { 
   axis: 'horizontal', 
   zoomDelta: 1.8, 
   maxZoomOut:2, 
   maxZoomIn: 0.05,  
   keepInBounds: true 
  } 
 }; 
 
$.post("lib/datosSAnteriores.php", $datosFormSesAnteriores, function(resp, 
estado, jqXHR){ 
  if(resp.err=="si"){ 
   alert("No existen datos para las opciones que ha 
seleccionado, por favor elija de nuevo.");     
  } 
  else{ 
   $datos = resp; 
   $('#graficaSeleccionada').html(''); 
   for($j=0; $j < $datos.length; $j++){     
    plotGraph($datos[$j]); 
    generarBoton($j);    
   }         
       drawMap(); 
        cambiarTabla(0);                
          }    
 }, "json"); 
}); 
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Además de esta rutina principal para la representación de los datos y del método 
drawMap ya explicados, la funcionalidad de este modo se completa con algunas 
funciones auxiliares encargadas de generar los elementos dinámicamente y del 
exportado de datos. La primera de ellas, generarBoton, se encarga de crear los botones 
que permiten navegar entre los distintos sensores para visualizar su información. Esta 
función tiene como único argumento de entrada el índice de la gráfica a la que hará 
referencia el botón que se va a crear. 
 
Figura 4.25. Código de la función generarBoton del modo de sesiones anteriores 
La siguiente función, cambiarTabla, se encarga de crear una nueva tabla de datos 
cuando se selecciona una tabla distinta a la actual y de añadir los eventos que permite la 
interacción entre las tres formas de representación. Posee los mismos argumentos de 
entrada que la función anterior. 
 
Figura 4.26. Código de la función cambiar tabla del modo de sesiones anteriores 
function generarBoton(ind){ 
$but = $('<button type="button" class="btn btn-info">Gráfica ' 
+(ind+1)+'</button>'); 
 $but.on('click', function(){ 
  cambiarTabla(ind); 
 }); 
 $('#graficaSeleccionada').append($but);  
 $('#graficaSeleccionada').append('<br><br>');  
} 
function cambiarTabla(ind){ 
 tablaActual = ind; 
table=new 
google.visualization.Table(document.getElementById('table_container')); 
table.draw(datosGlobales[ind], {width: '100%', 
   cssClassNames:{ headerCell: 'tableHeader'} 
}); 
google.visualization.events.addListener(table, 'select', function(){            
      graficasGlobales[ind].setSelection(table.getSelection());  
 map.setSelection(table.getSelection());  
}); 
google.visualization.events.addListener(graficasGlobales[ind], 'select', function(){  
      if(graficasGlobales[ind].getSelection() !== undefined){ 
  var seleccion = graficasGlobales[ind].getSelection(); 
  seleccion[0].column = null; 
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 Por último, las dos funciones que posibilitan el almacenamiento de los datos 
tanto de forma gráfica como escrita. La primera de ambas tiene una implementación 
sencilla, aprovechando el comando getURI proporcionado por la librería de Google 
Charts obtenemos la url [XII] de la gráfica para después crear una nueva pestaña en el 
navegador con ella. 
 
Figura 4.27. Código para la descarga de gráficas en formato PNG en el modo sesiones anteriores 
 En cambio el método encargado de la descarga del archivo CSV es más 
complejo. En primer lugar transforma la tabla de Google Charts a formato CSV 
mediante la llamada a la función dataTableToCSV. Tras esto se genera el contenedor 
del archivo y se crea el formato de la url. Después se asocia el contenedor a la url y por 
último se crea el diálogo que permitirá al usuario iniciar la descarga.  
 
 
Figura 4.28. Rutina para generar el archivo CSV en el modo sesiones anteriores 
$('#btnDescargarGrafica').on('click', function(){  
  
var url = graficasGlobales[tablaActual].getImageURI(); 
       var win = window.open(url, '_blank'); 
 




        var csv =  dataTableToCSV(datosGlobales[tablaActual]); 
 
        var blob = new Blob([csv], {type: 'text/csv;charset=utf-8'}); 
        var url  = window.URL || window.webkitURL; 
        var link = document.createElementNS("http://www.w3.org/1999/xhtml", "a"); 
 
        link.href = url.createObjectURL(blob); 
        link.download = "datos.csv";  
 
        var event = document.createEvent("MouseEvents"); 
        event.initEvent("click", true, false); 













La pestaña de configuración permite seleccionar algunas opciones básicas de 
personalización de la aplicación. Cuando se abre esta sección de la aplicación 
encontramos un menú de botones desplegables para cada una de las acciones que se 
pueden llevar a cabo. 
 
Figura 4.30. Vista de la sección de configuración 
function dataTableToCSV(dataTable_arg) { 
        var dt_cols = dataTable_arg.getNumberOfColumns(); 
        var dt_rows = dataTable_arg.getNumberOfRows();    
        var csv_cols = []; 
        var csv_out; 
 
        for (var i=0; i<dt_cols; i++) { 
             csv_cols.push(dataTable_arg.getColumnLabel(i).replace(/,/g,"")); 
        } 
        csv_out = csv_cols.join(",")+"\r\n"; 
        for (i=0; i<dt_rows; i++) { 
             var raw_col = []; 
             for (var j=0; j<dt_cols; j++) { 
raw_col.push(dataTable_arg.getFormattedValue(i, j, 
'label').replace(/,/g,"")); 
             } 
             csv_out += raw_col.join(",")+"\r\n"; 
        } 
        return csv_out; 
} 
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Tal y como se observa en la figura 4.29, en el menú se distinguen dos grandes 
acciones distintas, añadir información de algún tipo a la base de datos y modificar algún 
aspecto de la aplicación.  
En la primera opción encontramos la posibilidad de añadir un nuevo sensor a la 
base de datos, introduciendo longitud, nombre, indicador, límites y magnitud. De forma 
que estaría disponible para ser seleccionado en ambos modos de la aplicación. Debe 
comentarse que en caso de que el sensor tuviese una longitud distinta de un byte habría 
que modificar también el programa Java para que su recepción fuese correcta. En el 
apartado de conclusiones y líneas futuras se explicará la posibilidad de implementar esta 
opción de forma que el programa Java no necesite ser modificado.  
La segunda opción permite añadir circuitos a la base de datos, introduciendo su 
nombre y coordenadas. Esta opción se ha añadido como líneas futuras, ya que 
actualmente aunque es funcional no se le ha dado un uso en la aplicación. La idea era 
añadir la posibilidad de filtrar las muestras por ubicaciones en el caso del modo de 
sesiones anteriores, pero no se ha podido implementar, se comentará más 
detalladamente en el apartado de conclusiones y líneas futuras. La vista de estas dos 
opciones ha quedado de la siguiente manera: 
 
Figura 4.31. Vistas de las opciones añadir sensor y añadir circuito desplegadas 
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Las otras dos opciones incluidas en la sección de configuración modifican de 
alguna manera el comportamiento de la aplicación. La primera de ellas permite definir 
el tiempo exacto con el que se refrescan los datos en el modo en tiempo real. Por 
defecto este valor es de 2000ms y el valor mínimo que acepta es de 500ms, en caso de 
introducir uno menor el programa asigna automáticamente el valor mínimo. Esto es 
debido a que 500ms es aproximadamente el tiempo que necesita la aplicación para 
representar los datos correctamente. La otra opción disponible es la de ocultar el mapa, 
para que únicamente se vean las representaciones gráficas de los datos. En este caso no 
existe un menú desplegable, sólo se trata de un botón cuyo mensaje cambia en función 
del estado de la opción.  
 




Figura 4.33. Interfaz de la aplicación con la opción de ocultar el mapa activa 
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 4.5.4 Estructura del Servidor 
Para la distribución de los archivos en el servidor que albergará la aplicación se 
ha optado por una separación según el tipo, quedando todo incluido en carpetas a 
excepción de la vista principal de la aplicación que quedará en la raíz de la carpeta que 
alberga todo. 
 
Figura 4.34. Carpeta raíz de la aplicación en el servidor 
En primer lugar, el archivo index.php que contiene la vista principal debe 
situarse en la raíz para que sea fácil acceder a él cuando se introduce la IP del servidor 
en el navegador. A parte encontramos carpetas divididas por tipo de archivo y 
propósito. 
 Las carpetas _layouts, assets, fonts y spec son archivos necesarios para el 
correcto funcionamiento del complemento para seleccionar la hora en el modo de 
sesiones anteriores. Su estructura interna viene definida por el distribuidor del 
complemento y no es interesante entrar en más detalles.  
La carpeta css contiene los archivos de estilo que definen los aspectos estéticos 
de la aplicación. En su interior encontramos la hoja de estilos que se ha creado para el 
ajuste de algunos detalles de la aplicación, además de los archivos necesarios para el 
funcionamiento de Bootstrap y del selector de fecha. 
 
Figura 4.35. Carpeta contenedora de las hojas de estilos 
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En la carpeta js encontramos todos los scripts que añaden algún tipo de 
funcionalidad a la aplicación. Aparecen archivos necesarios para algunos elementos 
estéticos de Bootstrap y de los complementos añadidos, además del archivo creado 
data.js que contiene toda la lógica de la aplicación y que es el archivo principal de 
control del funcionamiento del software. 
 
Figura 4.36. Librería de scripts de Javascript 
Bajo la carpeta de scripts de Javascript encontramos la carpeta lib, que alberga 
los scripts de php. Aquí están almacenados todos los archivos codificados a lo largo del 
TFG que interactúan de alguna manera con la base de datos, tanto para extracción como 
para almacenamiento de información. Encontramos algunas funciones a las que se hace 
referencia en el archivo data.js como datosTReal.php y datosSAnteriores.php para la 
extracción de muestras, o addSensor.php y addCircuito.php como ejemplo de función 
para el almacenamiento de información nueva. 
 
Figura 4.37. Librería de funciones php del servidor 
Un poco más abajo se ubica la carpeta contenedora de la herramienta de 
recepción y decodificación de datos. La carpeta UDPListener por tanto contiene el 
archivo UDPListener.jar y una carpeta lib que contiene paquetes necesarios para este 
software. El hecho de incluir esta herramienta en la carpeta de la aplicación web es por 
tener todo ubicado en el mismo lugar, aunque no es algo realmente necesario ya que se 
trata de herramientas independientes. 
  





Figura 4.38. Carpeta contenedora del software Java de recepción 
Por último, la carpeta views contiene las vistas parciales de los tres distintos 
formularios que posee la aplicación, los menús de las tres secciones (tiempo real, 
sesiones anteriores  y configuración). Al comienzo del desarrollo de la aplicación web 
se decidió separar estos formularios del archivo principal para facilitar la modificación 
de estos menús en caso de necesidad y para facilitar la lectura del archivo index.php. 
 




4.5.5 Adaptación a Dispositivos Móviles 
Como se ha comentado en capítulos anteriores, uno de los objetivos de este 
trabajo era el conseguir un software de representación de datos que tuviese la capacidad 
de ser usado en cualquier dispositivo con acceso a la red, no sólo en ordenadores. Esto 
se ha conseguido con el uso de las clases proporcionadas por Bootstrap en las vistas 
HTML e introduciendo ciertas modificaciones en las hojas de estilos.  
Se debe tener en cuenta que aunque la interfaz se adapte a cualquier dispositivo, 
se ha dado prioridad a las versiones de escritorio frente a las versiones móviles, por lo 
que la aplicación web está optimizada para pantallas con una anchura superior a los 
992px.  
Las vistas resultantes se muestran en las capturas siguientes, tomadas en una 
tablet de  10.1 pulgadas. La primera de ellas en posición horizontal: 
  
  




Figura 4.40. Vista de la aplicación web en una tablet (posición horizontal) 
Como se observa en la figura 4.39, al ser lo suficientemente ancha la pantalla, la 
aplicación web se muestra con la misma apariencia que en la versión de escritorio. En 
cambio, en posición vertical los elementos se reordenan modificando la interfaz: 
    
Figura 4.41. Vistas del modo en tiempo real en una tablet (posición vertical)
  














Capítulo 5: Simulación y Resultados 
5.1 Herramienta de Simulación 
Debido a la necesidad de testear el software en las distintas fases de desarrollo 
que ha sufrido la aplicación, surgió la voluntad de reciclar y mejorar la herramienta de 
simulación creada en el proyecto del año pasado para realizar pruebas.  
A pesar de que se ha mantenido la interfaz creada en esta versión previa al 
proyecto actual, las rutinas a la hora de generar los mensajes de forma aleatoria se han 
modificado para que se adecúen a la nueva estructura de la trama y las necesidades de 
simulación de esta aplicación. La decisión de no modificar la interfaz es debido a que es 
suficientemente sencilla de usar y que los datos que deben ser introducidos para que el 
simulador funcione correctamente no han variado con respecto a la versión del año 
pasado. 
  




Figura 5.1. Interfaz de la herramienta de simulación 
Los primeros cambios introducidos son los llevados a cabo en la rutina de 
generación de la trama. Se modificó la estructura de la trama y por consiguiente el orden 
y la generación de los datos aleatorios que simulan las muestras de los sensores.  
 
Figura 5.2. Método de generación de la trama y obtención de datos aleatorios 
public static String getInformation(){ 
        String stream = "sEgpat"; 
        int pos = 5; 
        stream += getGPS(); 
        pos += 44;                    
        stream += randomValue(33,255);     
        pos ++; 
        stream += randomValue(33,255); 
        pos ++; 
        stream += randomValue(33,255);       
        return stream; 
    } 
public static char randomValue(int min, int max){ 
        Random r = new Random(); 
        char c = (char)(r.nextInt(max-min) + min); 
        return c; 
    } 
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Cabe mencionar que en la figura 5.2, el método genera tramas con información 
de cuatro sensores inventados, posición de GPS y muestras de tres sensores hipotéticos, 
un potenciómetro lineal, un acelerómetro y un sensor de temperatura.  
También se ha modificado la forma en que se obtienen los datos referentes a las 
muestras tomadas por el GPS. La nueva solución pasa por leer los valores de latitud y 
longitud introducidos de forma previa en un array. De esta manera se recorre de forma 
secuencial el array proporcionando valores de posiciones reales en el circuito de 
Cartagena. 
 
Figura 5.3. Método para generar muestras de GPS 
 
   
public static String getGPS(){        
    DateFormat dateFormat = new SimpleDateFormat("yyyy-MM-dd HH:mm:ss"); 
    Calendar cal = Calendar.getInstance(); 
    String t = dateFormat.format(cal.getTime()); 
     
    String time = t.substring(8,10) + t.substring(5,7) + t.substring(2,4) 
            + "," + t.substring(11,13) + t.substring(14,16) + t.substring(17,19); 
 
    String str = randomValueLatGPS() + ",N,"  
            + randomValueLongGPS()+ ",W," + time + ".0"; 
     
    return str; 
} 
 
private static String [] latitudCT = {"37.644478000", "37.647067000", 
"37.647157000", "37.648579000", "37.647444000", "37.647036000", 
"37.645857000", "37.644301000", "37.643936000", "37.642601000"}; 
private static String [] longitudCT = {"1.035208000", 
"1.037427000","1.036245000", "1.034254000", "1.031345000", "1.035437000", 
"1.032232000", "1.032508000", "1.032989000", "1.033113000"}; 
  




Se han llevado a cabo simulaciones generando 20 datagramas aleatorios con una 
diferencia de 500ms entre ellos. Los resultados obtenidos son: 
 
Figura 5.4. Gráficas resultantes de las simulaciones del modo en tiempo real para 20 paquetes 
 
 
Figura 5.5. Posicionamiento en las simulaciones del modo en tiempo real para 20 paquetes 
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Ahora probamos a escoger las últimas 5 muestras en el modo en tiempo real para 
comprobar que efectivamente, el mapa funciona de forma correcta. 
 
Figura 5.6. Posicionamiento en simulaciones del modo en tiempo real  para 5 muestras 
De igual forma se comprueba el correcto funcionamiento del modo de sesiones 
anteriores. 
 
Figura 5.7. Gráficas en simulaciones del modo de sesiones anteriores 
Cabe mencionar que los valores de los sensores al ser generados de forma 
aleatoria distan mucho de valores de sensores reales, pero son suficientes para testear el 




















Capítulo 6: Conclusiones y Líneas Futuras 
6.1 Conclusiones 
Durante el desarrollo de este trabajo se han llevado a cabo los objetivos 
propuestos inicialmente de forma satisfactoria. 
En primer lugar se han puesto en práctica los conocimientos de lenguajes de 
programación como Java, HTML, CSS y Javascript adquiridos a lo largo del grado para 
desarrollar una serie de herramientas software para la recepción y representación de los 
datos generados por la telemetría de una motocicleta de competición.  
Se ha llevado a cabo un rediseño de la estructura de la trama y de la base de 
datos, consiguiendo una mayor eficiencia de los recursos y facilitando la posibilidad de 
ampliación de funcionalidades del software. 
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Se ha diseñado una herramienta de representación mediante el uso de 
tecnologías web que puede ser usada mediante una interfaz sencilla e intuitiva en 
cualquier dispositivo. 
Se ha desarrollado un software de simulación capaz de comprobar el correcto 
funcionamiento de la aplicación en sus distintos modos. 
 
6.2 Líneas Futuras 
La mayoría de líneas futuras ideadas para la continuación de éste trabajo pasan 
por la introducción de nuevas funcionalidades en la aplicación de representación de los 
datos: 
- Permitir la selección del tipo de gráfica a representar en función del 
sensor. 
- Añadir nuevas interacciones con el mapa. 
- Generar y mostrar datos estadísticos a partir de los datos que se reciben. 
- Mejorar la estructura de la trama para hacerla más eficiente aún, en lugar 
de trabajar a nivel de byte como actualmente, trabajar a nivel de bit. 
- Introducir algún código de detección de errores en la trama para 
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Glosario de Términos 
[I] Moto Engineering Foundation: es una fundación sin ánimo de lucro 
creada con el fin de fomentar el desarrollo tecnológico en el sector de la moto y 
vehículos de 4 ruedas, así como actividades de innovación, investigación, 
ensayos técnicos y formación a todos los niveles. 
 
[II] FIA (Federación Internacional del Automóvil): es una organización 
sin ánimo de lucro conocida por regular las competiciones de automovilismo 
más importantes del mundo, aunque sus competencias tienen ámbitos de 
aplicación que incluyen todos los aspectos del automóvil, las carreteras, la 
movilidad, el medio ambiente o seguridad vial. 
 
[III] GSM (Global System for Mobile communications): es un estándar 
desarrollado por el Instituto Europeo de Estándares de Telecomunicaciones 
(ETSI) que describe los protocolos para las redes de telefonía móvil digital de 





[IV] UMTS (Universal Mobile Telecommunications System): se trata del 
estándar desarrollado para redes de telefonía móvil digital de tercera generación, 
está basado y desarrollado a partir del estándar GSM. 
 
[V] Multithreading: capacidad de ejecutar varios procesos o hilos de forma 
simultánea tanto con el uso de un solo núcleo de procesamiento como con 
varios. 
 
[VI] MySQL, SQL Server, Access, Oracle, Sybase, DB2: todas ellas son 
bases de datos relacionales, es decir, bases de datos con capacidad de gestión de 
datos de diferentes tablas que poseen campos comunes y que interactúan entre 
ellos. 
 
[VII] W3C (World Wide Web Consortium): se trata de un consorcio 
internacional que aúna a un gran número de empresas del sector tecnológico y 
web con el fin de crear estándares que rijan el funcionamiento de internet. 
 
[VIII] Apache: servidor web HTTP multiplataforma y de código abierto.  
 
[IX] DOM (Document Object Model): se trata de un modelo de 
representación de objetos que describe el contenido, estructura y estilo de un 
documento HTML y permite el acceso y la manipulación de los mismos. 
 
[X] AJAX (Asynchronous JavaScript And XML): hace referencia a una 
técnica de programación por la cual la aplicación web hace peticiones asíncronas 
de contenido en segundo plano al servidor, de forma que se puede actualizar la 







[XI] TCP (Transmission Control Protocol): se trata del protocolo de 
transmisión de datos más usado en internet actualmente. Se caracteriza por ser 
síncrono y por tener fases de establecimiento y finalización de la conexión. 
 
[XII] URL (Uniform Resource Locator): se trata de un localizador de recursos 
formado  por una secuencia de caracteres, de acuerdo a un formato modélico y 
estándar, que designa recursos en una red.  
  
