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Hlavním cílem této bakalářské práce je popsat návrh vysokoúrovňovýho konfiguračního ja-
zyka pro směrovače. Navržený koncept konfiguračního jazyka je dále použit při návrhu a
implementaci překladače, ktéra je další častí této práce. V závěru práce je zpracována pří-
padová studie, na které je demonstrováno praktické použití narženého jazyka a překladače.
Abstract
The main goal of this bachelor thesis is to describe a concept of a high-level router con-
figuration language. The proposed language concept is used as a basic in compiler design
and implementation which is described in the second part of this thesis. The thesis also
contains case study demostrating a practical usage of the proposed language concept and
the compiler.
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Cieľom tejto práce je navrhnúť koncept vysoko-úrovňového konfiguračného jazyka (ďalej
len konfiguračného jazyka), v ktorom by bolo možné jednoducho deklaratívnym spôsobom
popísať topológiu počítačovej siete a niektoré ďalšie detaily týkajúce sa hlavne bezpečnosti a
smerovania. Takto vytvorený zdrojový text slúži ako základ pre následný preklad priloženým
prekladačom.
V informačnej spoločnosti dneška je význam a bezporuchová činnosť počítačových sietí
a hlavne Internetu veľmi dôležitá pre väčšinu firiem a v neposlednom rade aj pre bežných
užívateľov. Pri riešení problému funkčnosti a bezporuchovej činnosti počítačových sietí je
nutné sa zamerať na riešenie dvoch kľúčových podproblémov :
• kvalita a výkon hardware
• správnosť programového vybavenia a správnosť konfigurácie
Dnes je na trhu veľa druhov aktívnych sieťových prvkov (smerovačov, prepínačov) v rôz-
nych kategóriách podľa druhu použitia, od veľkého množstva výrobcov. Niektorí výrobco-
via ponúkajú veľmi kvalitné produkty vhodné hlavne do produkčného prostredia. Masívne
rozšírenie produktov týchto výrobcov (napr. Cisco) viedlo k tomu, že sa ich riešenia a pro-
dukty stali tzv. industry standard. Z tohto dôvodu budem v tejto práci uvažovať zariadenia
(smerovače) od spoločnosti Cisco.
Výsledkom prekladu zdrojového textu v konfiguračnom jazyku sú konfiguračné súbory
pre aktívne sieťové prvky (smerovače od spoločnosti Cisco) deklarované v popise topológie
(časť zdrojového textu). Po aplikácií konfiguračných súborov na konkrétne zariadenia sa
predpokladá funkcionalita počítačovej siete v rozsahu, ktorý je možné odvodiť z popisu
siete v konfiguračnom jazyku.
Táto práca má nasledujúcu štruktúru. Kapitola 2 popisuje motiváciu a aktuálny stav
v oblasti konfiguračných jazykov používaných v oblasti počítačových sietí. Ďalej v kapi-
tole 3 uvádzam stručný pohľad na problematiku konfigurácie Cisco smerovačov. Kapitola 4
vysvetľuje a definuje základné pojmy, z oblasti formálnych jazykov. Venujem sa definova-
niu pojmov ako konečný automat, generatívna gramatika a podobne. Správne porozumenie
definícií je nevyhnutné pre pochopenie návrhu a implementácie experimentálneho prekla-
dača, ktorý je postavený na princípoch odvodených z týchto základných stavebných blokov
pre popis formálnych jazykov. Ďalej sa v kapitole 5 venujem návrhu jazyka a konceptom,
z ktorých sa pri návrhu vychádzalo. Sú diskutované všetky aspekty jazyka, postupne vysvet-
ľujem zmysel, syntax a sémantiku jednotlivých blokov a informácie, ktoré sú nevyhnutné
pre preklad zdrojového textu.
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V kapitole 6 popisujem vlastnú implementáciu experimentálneho prekladača. Zámerom
tejto časti textu je priblížiť čitateľovi štruktúru prekladača a funkciu modulov, ktoré sú jeho
súčasťou. Je snaha o poskytnutie čo najväčšej miery detailov, ale za absencie vyčerpávaj-
úceho popisu implementácie. Z toho dôvodu uvádzam radšej popis implementácie pomocou
prostriedkov jazyka UML a náležitého komentára. Nasledujúca stať 7 prezentuje použitie
experimentálneho prekladača a jeho prínos pri konfigurácii sieťovej infraštruktúry. V tejto
časti textu, uvádzam konkrétnu topológiu, požadovanú konfiguráciu a diskutujem výhody
použitia vysokoúrovňového jazyka a jeho prekladača na konkrétnom príklade. Záver práce
hodnotí terajší stav, v ktorom sa nachádza jazyk a experimentálny prekladač. Diskutuje
nedostatky a poukazuje na oblasti, v ktorých je možný ďalší vývoj s cieľom zvýšenia vyja-
drovacej sily jazyka a zlepšenia implementácie jeho prekladača.
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Kapitola 2
Konfiguračné jazyky a ich aplikácia
v počítačových sieťach
V tejto kapitole sa budem snažiť zhrnúť výhody používania prostriedkov, ktoré vedú na
vyššiu úroveň abstrakcie v oblasti konfigurácie a stavby počítačových sietí. Zamerám sa
hlavne na konfiguračné jazyky a simulačné prostriedky. Pokúsim sa vysvetliť výhody použi-
tia týchto nástrojov a ponúknuť obhajobu pre ich používanie v čo najväčšej možnej miere.
2.1 Konfiguračné jazyky a simulačné prostredia
Správnosť programového vybavenia aktívnych sieťových prvkov je samozrejme veľmi dôležitá,
no z pohľadu pravdepodobnosti chyby a zlyhania sa dôležitejšou javí správnosť samotnej
konfigurácie. Konfigurácia sieťových zariadení je vo väčšine prípadov v réžii administrá-
torov, hrozí zanesenie chýb spôsobených ľudským faktorom. Väčšina aktívnych sieťových
zariadení prichádza s istým druhom rozhrania pre konfiguráciu tohto zariadenia. Dnes sú
najviac rozšírené dva spôsoby :
• webové konfiguračné rozhranie
• konfigurácia pomocou príkazového riadku
Oba spôsoby majú svoje výhody a nevýhody. Konfigurácia pomocou webového rozhrania je
typicky jednoduchšia no spravidla ponúka menej možností ako konfigurácia pomocou príka-
zového riadku, ten kladie vyššie nároky na znalosti administrátora. Spoločným problémom
oboch spôsobov je, že sú náchylné na chyby, neposkytujú žiadnu úroveň abstrakcie a pracujú
na veľmi nízkej úrovni. Pri tomto druhu konfigurácie sa vykonané zmeny aplikujú okamžite
na danom zariadení. Konfigurácia je vykonávaná po jednotlivých krokoch a konfiguračný
systém nemá žiadnu informáciu o ďalšom postupe, úmysloch administrátora, a preto nie
je možné aplikovať na tento druh konfigurácie algoritmy, ktorých cieľom by bolo odhalenie
sémantických chýb vzniknutých pri konfigurácii alebo neznalosťou/chybou administrátora
v procese návrhu.
Následky chýb v konfigurácii samozrejme môžu viesť od obmedzenia funkčnosti siete až
po úplný výpadok sieťovej infraštruktúry. Dôsledky výpadku závisia na počte užívateľov a
povahe aplikácií postavených a používaných nad sieťovou infraštruktúrou. Je preto veľmi
dôležité poskytnúť administrátorom prostriedky, ktoré minimalizujú riziko chýb vznikajú-
cich pri konfigurácii sieťových zariadení. K týmto prostriedkom je možné zaradiť rôzne
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konfiguračné, simulačné jazyky a prostredia, ktoré umožnia overiť správnosť a stabilitu
konfigurácie ešte pred aplikáciou zmien na skutočné zariadenia.
Prostriedky ako nové druhy rôznych konfiguračných jazykov a simulačné prostredia
prinášajú do oblasti konfigurácie počítačových sietí vyššiu úroveň abstrakcie a možnosti
použitia komplexnejších algoritmov a heuristík slúžiacich na odhalenie chýb v návrhu a
v neposlednom rade automatické generovanie konfiguračných súborov minimalizuje riziko
ako sú preklepy a podobne. Ďalšou výhodou je lepšie zdokumentovanie zmien v konfigurá-
cii a lepšia výmena informácií medzi administrátormi (napr. v rámci jednej organizácie).
Nevýhodou je opäť vyššia náročnosť kladená na administrátorov a ich vzdelanostnú úro-
veň. V nasledujúcich podkapitolách uvediem stručný prehľad jazykov a nástrojov, ktorých
použitím je možné zvýšiť úroveň abstrakcie popisu počítačových sietí. Je zrejmé, že táto
skutočnosť má určite pozitívny dopad na kvalitu a správnosť konfigurácie.
2.1.1 Nettle
Jazyk Nettle je navrhnutý ako doménovo špecifický vstavaný jazyk (používa Haskell) pre
konfiguráciu sietí používajúcich smerovací protokol BGP[2] (Border Gateway Protocol).
Jeho primárne zameranie je dovoliť užívateľom používať abstraktné konštrukcie na základe,
ktorých budú vygenerované BGP politiky a konfigurácie smerovačov. Súčasťou projektu je
aj implementácia prekladača, ktorý prekladá programy v Nettle do formy konfiguračných
skriptov pre platformu XORP. Použitie Nettle prináša hlavne tieto výhody:
1. Nettle pracuje nad existujúcimi protokolmi a smerovacou infranštruktúrou, nie sú
potrebné žiadne zmeny v konfigurácii smerovačov.
2. Nettle pracuje s pohľadom na lokálnu sieť a dovoľuje užívateľom definovať celé sme-
rovanie v lokálnej sieti ako jednú kohéznu politiku.
3. Nettle oddeľuje implementačné a platformne závislé detaily od logickéj štruktúry siete,
a preto je možné dosiahnuť platformne nezávislý popis, ktorý môže v skutočnosti
operovať nad heterogénnou kolekciou smerovačov.
4. Nettle dovoľuje definovať viac smerovacích politík pre jednu sieť a poskytuje flexibilnú
a bezpečnú cestu pre zlúčenie ich správania.
5. Vstavanie Nettle v jazyku Haskell dovoľuje užívateľom definovať ich vlastné abs-
traktné konštrukcie a konfiguračné metódy.
6. Definovaním vysoko – úrovňových politík v Nettle je možné zabrániť globálnym ano-
máliám ak dostatočný počet uzlov v Internete použije rovnakú stratégiu.
Ďalej uvediem krátku ukážku použitia Nettle, prezentovaná bude konfigurácia statického
smerovania.
let ip1 = address 172 16 0 0 // 16
ip2 = address 218 115 0 0 // 16
ip n = address 63 50 128 n
in staticConfig [staticRoute r1 ip1 (ip 1),
staticRoute r1 ip2 (ip 2),
staticRoute r2 ip1 (ip 1)]
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Výhodou použitia Nettle je vysoká vyjadrovacia schopnosť, nevýhodou je úzka spojitosť
s jazykom Haskell a teda vysoké nároky na znalosti administrátorov pri použití tohto ná-
stroja.
2.1.2 Network Description Language (NDL)
Tento jazyk je vyvýjaný výskumnou skupinou pre systémové a sieťové inžinierstvo na Uni-
verzite v Amsterdame. NDL sa snaží o poskytnutie prostriedkov pre jednoduchý a zrozumi-
telný popis sieťovej infraštruktúry. Hlavným cieľom pre NDL je poskytnúť aplikáciam popis
siete na základe, ktorého môžu získať lepšie porozumenie sieťovej infraštruktúry, v ktorej
operujú a teda sa môžu lepšie adaptovať podľa ich potrieb. Jazyk je založený na RDF
(Resource Definition Framework). RDF je založený na princípoch známych ako sématický
web(Semantic Web). Nevýhodou jazyka je netriviálna forma zápisu topológie v porovnaní
s inými jednoduchšími textovámi formátmi, RDF je založený na XML. Táto vlastnosť je
negatívom pre rýchle pochopenie zdrojového kódu čitateľom, no veľmi výhodná pri auto-
matickom spracovaní, pretože dnes sú koncepty jazyka XML dobre pochopené a rozširené.
Nespornou výhodou použitia je aj dostupnosť nástrojov ako generátor, validátor a vizuali-














V tejto podkapitole by som chcel veľmi stručne popísať funkciu a štruktúru simulačného
prostredia OMNeT++. Táto časť textu sa nesnaží suplovať príručky ani iné publikácie
zaoberajúce sa problematikou simulácií v oblasti počítačových sieti. Ponúkam tu čitateľovi
krátky popis a úvod do tejto problematiky s cieľom upriamiť pozornosť na výhody použitia
simulačných prostredí v oblasti počítačových sietí.
Simulátor OMNeT++ je objektovo orientovaný diskrétny simulátor pre modelovanie
komunikačných sietí, multiprocesorových, distribuovaných a iných paralelných systémov.
OMNeT++ je projektom s otvoreným zdrojovým kódom a je možné ho používať bezplatne
na nekomerčné účely. OMNeT++ je súborom knižníc(framework), z toho vyplýva, že na-
miesto priameho poskytnutia simulačného prostredia ponúka základné stavebné bloky pre
tvorbu takýchto prostredí a simulátorov. Špecifické oblasti sú podporované rôznymi kniž-
nicami a simulačnými modelmi ako sú napríklad Mobility Framework a INET Framework.
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Tieto modely sú vyvýjané nezávisle na simulačnom jadre a majú vlastný vývojový cyklus.
V nasledujúcich bodoch popíšem niektoré vlastnosti, ktorými OMNeT++ disponuje[7]:
• modely v prostredí OMNeT++ sú hierarchické a vytvorené zo znovupoužitelných
komponent
• simulačné prostredie obsahuje nástroje pre vizualizáciu a ladenie simulačných modelov
• simulátor OMNeT++ je sám modulárny, modifikovatelný a je možné ho vstavať do
iných väčších celkov ako je napríklad software pre plánovanie a návrh sietí
• je možné generovať a spracovávať vstupné a výstupné dáta pomocou bežne dostup-
ného programového vybavenia
• simulátor OMNeT++ poskytuje efektívne vývojové prostredie(IDE) so širokými mož-
nosťami vývoja simulačných modelov a analýzy výsledkov simulácie
Pre ďalšie detaily o štruktúre simulátora odporúčam nahliadnuť do dostupnej literatúry





V tejto kapitole zrekapitulujem aktuálny stav v oblasti konfigurácie zariadení spoločnosti
Cisco so zameraním hlavne na smerovače. Nasledujúci text implicitne uvažuje operačný
systém Cisco smerovačov IOS. Informácie v tejto kapitole boli vo väčšej miere prevzaté
z knihy[4].
3.1 Užívateľské rozhranie
Smerovače Cisco podporujú dnes vo väčšine prípadov dva druhy konfiguračného rozhrania,
riadkové rozhranie (CLI, command line interface) a prístup cez webový prehliadač. Užívateľ
môže spúšťať príkazy na užívateľskej úrovni alebo na privilegovanej úrovni. Na užívateľskej
úrovni má k dispozícii základné systémové informácie a príkazy pre vzdialený prístup. Na
privilegovanej úrovni má užívateľ prístup k všetkým informáciám, zmenám konfigurácie a
diagnostickým príkazom a možnostiam. Smerovače poskytujú celú paletu konfiguračných
režimov, takže je možné meniť konfiguráciu rôznych subsystémov smerovača. V riadkovom
konfiguračnom režime je možné vyvolať kontextovú nápovedu k syntaxi príkazov, praco-
vať s históriou príkazov. Na obrázku 3.1 je možné vidieť hierarchiu režimov užívateľského
rozhrania. Tieto režimy bližšie popisuje nasledujúca podkapitola.
3.1.1 Režimy užívateľského rozhrania
(a) Užívateľský režim EXEC
Užívateľ sa môže k smerovaču pripojiť cez konzolový port, pomocný (auxiliary) port
alebo vytvorením relácie cez protokol Telnet resp. SSH. Štandardne sa v okamihu pri-
pojenia užívateľa k smerovaču vstupuje do užívateľského režimu, v ktorom je dostupná
iba obmedzená množina príkazov. Pri prístupe k smerovaču môže byť požadované heslo.
(b) Privilegovaný režim EXEC
Po vstupe do užívateľského režimu má užívateľ možnosť príkazom enable vykonať
prechod do privilegovaného režimu. V tomto režime je povolený prístup k všetkým
príkazom a informáciám, ktoré je možné o smerovači získať. Privilegovaný režim je
možné opustiť príkazmi disable alebo exit.
(c) Globálny konfiguračný režim
Z privilegovaného režimu je možné prejsť do globálneho konfiguračného režimu. V tomto
režime je možné zadávať príkazy pre konfiguráciu všetkých funkcií operačného systému
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IOS, ktoré su v danej verzii dostupné. V konfiguračnom režime sa pracuje s tzv. aktív-
nou pamäťou smerovača. Po zadaní platného príkazu a jeho potvrdení klávesou dôjde
k okamžitej zmene v konfigurácii smerovača. Tento režim je hierarchicky organizovaný.
V globálnom konfiguračnom režime sú dostupné príkazy, ktoré ovplyvňujú smerovač
ako celok. Režim konfigurácie rozhrania umožňuje zadávať príkazy pre konfiguráciu
konkrétneho rozhrania. Existuje celá rada ďalších konfiguračných režimov.
Užívateľský režim EXEC - Router >
ping
enable. . .
Privilegovaný režim EXEC - Router #
reload
configure terminal-















Obrázek 3.1: Hierarchia konfiguračných režimov
3.1.2 Štruktúra konfiguračného súboru
V tejto podkapitole uvediem základné časti, z ktorých sa skladá konfiguračný súbor smero-
vača. Konfiguračný súbor pre smerovač je výsledkom prekladu zdrojového textu v konfigu-
račnom jazyku, preto je kľúčové poznať jeho štruktúru.
Cisco IOS patrí do množiny deklaratívnych jazykov. Deklaratívny jazyk vyjadruje logiku
výpočtu bez vyjadrenia riadenia toku programu. Konfiguračný súbor je textový dokument
obsahujúci zápis konfigurácie smerovača podľa gramatiky Cisco IOS. Súbor je vlastne viac-
úrovňový zoznam príkazov. Obecne sa dá povedať, že skoro každý príkaz má inú syntax.
Môžme však identifikovať dva druhy príkazov :




• stavový príkaz, mení stav interpretu príkazov, spôsobuje prechod do niektorého špecia-
lizovaného konfiguračného režimu, za jeho zápisom nasleduje zoznam príkazov (jedno-
duché, stavové), ktoré sú zľava odsadené jednou medzerou, stavový príkaz je ukončený
!.
interface FastEthernet0/0






V tejto kapitole uvediem základné definície z oblasti formálnych jazykov. Na pojmy defino-
vané v tejto kapitole sa následne odvolávam v kapitolách 5 a 6.
4.1 Reťazce a jazyky
V tejto podkapitole definujem základné pojmy týkajúce sa spracovania reťazcov a jazykov.
S tu definovanými pojmami ďalej pracujem v nasledujúcich častiach textu, v ktorých si
pripomenieme definície operácií nad reťazcami a jazykmi. Definície boli vo väčšej miere
prebrané z knihy [3] a materiálov k predmetu Formální jazyky a překladače[5].
Definícia 4.1.1. (Abeceda)
Abeceda je konečná, neprázdna množina elementov, ktoré nazývame symboly. Abecedu zna-
číme gréckym znakom Σ. Napríklad Σ = {a, b, 0, 1}.
Definícia 4.1.2. (Reťazec)
Nech je Σ abeceda. Potom platí:
1. ε značí prázdny reťazec nad abecedou Σ, kde ε /∈ Σ. 1
2. Pokiaľ x je reťazec nad abecedou Σ a a ∈ Σ, potom xa je reťazec nad abecedou Σ.
Definícia 4.1.3. (Dĺžka reťazca)
Nech je x reťazec nad abecedou Σ. Dĺžka reťazca x, |x| je definovaná:
1. ak x = ε, potom |x| = 0,
2. ak x = a1 . . . an, potom |x| = n, pre n ≥ 1 a ai ∈ Σ pre všetky i = 1, . . . n.
Definícia 4.1.4. (Prefix reťazca)
Nech sú x a y dva reťazce nad abecedou Σ. Reťazec x je prefixom y, ak existuje taký reťazec
z nad abecedou Σ, že platí xz = y. Ak x /∈ {ε, y}, potom je x vlastným prefixom reťazca y.
Definícia 4.1.5. (Suffix reťazca)
Nech sú x a y dva reťazce nad abecedou Σ. Reťazec x je sufffixom y, ak existuje taký reťazec
z nad abecedou Σ, že platí zx = y. Ak x /∈ {ε, y}, potom je x vlastným sufffixom reťazca y.
1Prázdnym reťazec je reťazec, ktorý neobsahuje žiadne symboly.
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Definícia 4.1.6. (Podreťazec)
Nech sú x a y dva reťazce nad abecedou Σ. Reťazec x je podreťazcom y, ak existujú dva
reťazce z, z′ nad abecedou Σ, pričom platí zxz′ = y. Ak x /∈ {ε, y}, potom je reťazec x
vlastný podreťazec reťazca y.
Definícia 4.1.7. (Jazyk)
Nech Σ∗ značí množinu všetkých reťazcov nad abecedou Σ. Každá podmnožina L ⊆ Σ∗ je
jazyk nad Σ. Σ+ značí množinu Σ∗ − {ε}.
Definícia 4.1.8. (Konečný automat (KA))
Konečný automat je pätica = KA = (Q,Σ, R, s, F ), kde:
• Q je konečná množina stavov
• Σ je vstupná abeceda
• R je konečná množina pravidiel tvaru, pa→ q, kde p, q ∈ Q, a ∈ Σ ∪ ε
• s ∈ Q je počiatočný stav
• F ⊆ Q je množina koncových stavov
Definícia 4.1.9. (Bezkontextová gramatika (BKG))
Bezkontextová gramatika je štvorica G = (N,T, P, S), kde:
• N je abeceda neterminálov,
• T je abedeca terminálov, pričom N ∩ T = ∅,
• P je konečná množina pravidiel v tvare A→ x, kde A ∈ N a x ∈ (N ∪ T )∗,
• S ∈ N je počiatočný neterminál.
Definícia 4.1.10. (Derivačný krok BKG)
Nech je G = (N,T, P, S) BKG, u, v ∈ (N ∪ T )∗ a p = A → P , kde p ∈ P . Potom, uAv
priamo derivuje uxv za použitia pravidla p v gramatike G, zapísané uAv ⇒ uxv [p] alebo
zjednodušene uAv ⇒ uxv.
Definícia 4.1.11. (Sekvencia derivačných krokov (0 krokov))
Nech je G = (N,T, P, S) BKG, u ∈ (N ∪ T )∗. G vykoná nula derivačnych krokov z u do u,
zapísané: u⇒0 u [ε] alebo zjednodušene u⇒0 u.
Definícia 4.1.12. (Sekvencia derivačných krokov (n krokov))
Nech je G = (N,T, P, S) BKG, u ∈ (N ∪ T )∗. Ďalej nech u0, . . . , un ∈ (N ∪ T )∗, n ≥ 1
a ui−1 ⇒ ui [pi], pi ∈ P pre všetky i = 1, . . . , n, čo znamená: u0 ⇒ u1 [p1] ⇒ u2 [p2]
. . . ⇒ un [pn]. Potom G vykoná n derivačných krokov z u0 do un, zapísané: u0 ⇒n un
[p1 . . . pn] alebo zjednodušene u0 ⇒n un. Pokiaľ u0 ⇒n un [pi] pre nejaké n ≥ 1, potom u0
derivuje un v G, zapisujeme: u0 ⇒+ un [pi]. Pokiaľ u0 ⇒n un [pi] pre nejaké n ≥ 0, potom
u0 derivuje un v G, zapisujeme: u0 ⇒∗ un [pi].
Definícia 4.1.13. (Jazyk generovaný BKG)
Nech je G = (N,T, P, S) BKG. Jazyk generovaný BKG G, L(G), je definovaný: L(G) =
{w : w ∈ T ∗, S ⇒∗ w}.
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4.2 Operácie nad reťazcami
Definícia 4.2.1. (Konkatenácia reťazcov)
Nech sú x a y dva reťazce nad abecedou Σ. Konkatenácia x a y je reťazec xy.
Definícia 4.2.2. (Mocnina reťazca)
Nech je x reťazec nad abecedou Σ. Pre i ≥ 0, i-tá mocnina reťazca x, xi je definovaná:
1. x0 = ε
2. pre i ≥ 1: xi = xxi−1
Definícia 4.2.3. (Reverzácia reťazca)
Nech je x reťazec nad abecedou Σ. Reverzácia reťazca x, reversal(x), je definovaná:
1. ak x = ε, potom reversal(ε) = ε.
2. ak x = a1 . . . an, potom reversal(a1 . . . an) = an . . . a1 pre n ≥ 1 a ai ∈ Σ pre všetky
i = 1, . . . n.
4.3 Operácie nad jazykmi
Definícia 4.3.1. (Zjednotenie jazykov)
Nech sú L1 a L2 dva jazyky nad abecedou Σ. Zjednotenie jazykov L1 a L2, L1 ∪ L2, je
definované ako: L1 ∪ L2 = {x: x ∈ L1 ∨ x ∈ L2}.
Definícia 4.3.2. (Prienik jazykov)
Nech sú L1 a L2 dva jazyky nad abecedou Σ. Prienik jazykov L1 a L2, L1∩L2, je definované
ako: L1 ∩ L2 = {x: x ∈ L1 ∧ x ∈ L2}.
Definícia 4.3.3. (Rozdiel jazykov)
Nech sú L1 a L2 dva jazyky nad abecedou Σ. Rozdiel jazykov L1 a L2, L1−L2, je definované
ako: L1 − L2 = {x: x ∈ L1 ∧ x /∈ L2}.
Definícia 4.3.4. (Doplnok jazyka)
Nech je L jazyk nad abecedou Σ. Doplnok jazyka L, L je definovaný ako: L = Σ∗ − L.
Definícia 4.3.5. (Konkatenácia jazykov)
Nech sú L1 a L2 dva jazyky nad abecedou Σ. Konkatenácia jazykov L1 a L2, L1L2 je
definovaná ako: L1L2 = {xy: x ∈ L1∧y ∈ L2}. Ďalej platí: L{ε} = {ε}L = L; L∅ = ∅L = ∅.
Definícia 4.3.6. (Reverzácia jazyka)
Nech je L jazyk nad abecedou Σ. Reverzácia jazyka L, reversal(L), je definovaná ako:
reversal(L) = {reversal(x): x ∈ L}.
Definícia 4.3.7. (Mocnina jazyka)
Nech je L jazyk nad abecedou Σ. Pre i ≥ 0, i-tá mocnina jazyka L, Li, je definovaná ako:
1. L0 = {ε}
2. pre i ≥ 1: Li = LLi−1
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Definícia 4.3.8. (Iterácia jazyka)
Nech je L jazyk nad abecedou Σ. Iterácia jazyka L, L∗, a pozitívna iterácia jazyka L, L+,
sú definované ako: L∗ =
∞⋃
i=0




Definícia 4.3.9. (Preklad jazyka)
Nech sú Σ a Ω dve abecedy, pričom symbol Σ predstavuje vstupnú abecedu a symbol Ω
označuje výstupnú abecedu. Prekladom jazyka Lin do jazyka Lout nazývame ľúbovoľnú relá-
ciu τ z Lin do Lout2 a zároveň platí, že jazyk Lin je jazykov vstupným, jazyk Lout je jazykom
výstupným. Ak pre dva reťazce x a y platí, že y ∈ τ(x), potom hovoríme, že reťazec y je
výstupom pre reťazec x.
2Preklad je definovaný všeobecne ako relácia. V praxi relácia predstavuje rozbrazenie, pretože je nevy-





V tejto kapitole popíšem návrh a úvahy, pri ktorých sa vychádzalo pri návrhu nového kon-
figuračného jazyka. Primárnym cieľom pre nový jazyk je zjednodušenie aktuálneho spôsobu
konfigurácie Cisco smerovačov. Pri návrhu jazyka bol braný ohľad na tento fakt a výsledný
návrh sa snaží o kompromis medzi jednoduchosťou a vyjadrovacou silou.
5.1 Popis jazyka
Zdrojový text je rozdelený do niekoľkých blokov. Každý blok popisuje inú logickú časť
topológie. Jednotlivé časti/bloky budú popísané samostatne. Jazyk podporuje riadkové ko-
mentáre, komentár je všetko od znaku # po koniec aktuálneho riadku. Jazyk je deklaratívny,
užívateľ definuje štruktúru siete pomocou štruktúr jazyka, ale nedefinuje akým spôsobom je
zdrojový text spracovávaný, to je v réžii prekladača. Výsledkom prekladu sú konfiguračné
súbory pre zariadenia definované v rámci zdrojového textu resp. pri neúspešnom preklade
je výsledkom hlásenie o chybách v zdrojovom texte. Ďalej uvediem popis jednotlivých častí,
z ktorých sa skladá zdrojový text.
5.1.1 Definícia zariadení
V tejto časti zdrojového textu je uvedený zoznam smerovačov, ktoré obsahuje topológia.
Každý smerovač v topológii musí mať definíciu v tomto bloku. Uvediem gramatiku pre
tento blok :
<devices> -> DEVICES_BEGIN <device_lst>
<device_lst> -> ROUTER <device_name> [<device_abbrev>] <device_type>;
<device_lst>
<device_lst> -> DEVICES_END
Definícia začína kľúčovým slovom ROUTER, potom nasleduje názov smerovača (hostname) do
hranatých zátvoriek je potrebné uviesť skratku, ktorá slúži ako zástupné meno za celý názov
smerovača v rámci celého zdrojového textu. Celý názov smerovača bude uvedený vo vygene-
rovanom konfiguračnom súbore. Za skratkou je potrebné uviesť typ smerovača. Prekladač
je možné rozširovať o ďalšie typy smerovačov pomocou zásuvných modulov. O spôsobe
akým je vyriešená práca so zásuvnými modulmi bude pojednávať nasledujúca podkapitola.







Pri návrhu prekladača bola snaha o čo najväčšiu flexibilitu, preto bol navrhnutý systém
použitia zásuvných modulov, ktorými je možné prekladač jednoducho rozširovať o nové
druhy zariadení. Zásuvný modul je možné vyrobiť pomocou priloženého nástroja (rpg).
Pre vytvorenie zásuvného modulu je nutné vytvoriť nový textový súbor, definujúci nové
zariadenie, množina pravidiel gramatiky tohto konfiguračného súboru je nasledujúca :
<config> -> <device_id> <config_lst> EOF
<device_id> -> DEVICE : <device_name> ;
<config_lst> -> PORT <port_identifier> <port_alias>; <config_lst>
<config_lst> -> eps






Konfiguračný súbor definuje nový typ smerovača. Typ smerovača je cisco 2811. Smerovač
má štyri rozhrania použitelné pre pripojenie do sieťovej infraštruktúry. Pri definícii roz-
hrania je nutné uviesť dva identifikátory. Prvý sa použije ako identifikátor rozhrania vo
vygenerovanom konfiguračnom súbore a druhý je skratka, ktorá bude používaná v rámci
zdrojového textu v konfiguračnom jazyku. Z tejto definície sa následne vygeneruje pomo-
cou priloženého nástroja zásuvný modul. Na platforme Microsoft Windows vo forme .dll,
na UNIX-like systémoch má zásuvný modul príponu .so.
Nástroj, ktorý generuje zásuvné moduly na základe predpisu konfiguračného súboru
vygeneruje triedu v C++, na ktorú následne zavolá prekladač a táto trieda reprezentu-
júca zariadenie je preložená do formy zásuvného modulu. Každý zásuvný modul dedí od




Obrázek 5.1: Dedičnost v rámci zásuvného modulu
Táto abstraktná trieda obsahuje iba čisto virtuálne metódy, ktoré následne implementuje
samotný zásuvný modul a zároveň poskytuje rozhranie zásuvného modulu. V tomto prí-
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pade ide o klasické využitie polymorfizmu ako jedného z kľúčových konceptov v objektovo-
orientovaných systémoch.
5.1.2 Definícia oblastí
V konfiguračnom jazyku je možné rozdeliť topológiu do viac oblastí. Oblasť je množina
smerovačov. V rámci oblasti sa používa jeden typ smerovacieho protokolu. Každý zdrojový
text musí obsahovať definíciu aspoň jednej oblasti. Žiadna oblasť nesmie byť prázdna vždy
musí obsahovať aspoň jeden smerovač. Gramatika pre tento blok je nasledujúca:
<areas> -> AREAS_BEGIN <area_lst>
<area_lst> -> AREA <device_set> <device_set> <routing_protocol>
<area_name>; <area_lst>
<area_lst> -> AREAS_END
<device_set> -> { <device_abbrev> <device_set_cont>
<device_set_cont> -> , <device_abbrev> <device_set_cont>
<device_set_cont> -> }
Definícia oblasti začína kľúčovým slovom AREA, potom nasleduje množina smerovačov A
tvoriacich aktuálne definovanú oblasť, ďalšia množina B obsahuje zoznam hraničných sme-
rovačov. Musí platiť, (B ⊆ A) ∧ (B 6= ∅). Iba hraničný smerovač môže byť prepojený so
smerovačom v inej oblasti. Na každom smerovači je spustená práve jedna inštancia sme-
rovacieho protokolu, výnimku tvoria hraničné smerovače. Ak je vytvorené spojenie medzi
dvoma oblasťami, je vytvorené spojenie medzi dvoma hraničnými smerovačmi. Prekladač
podporuje aj redistribúciu smerovacích informácií medzi protokolmi, preto je nutné aby na
jednom z týchto dvoch hraničných smerovačov boli spustené inštancie oboch protokolov.
V aktuálnej verzii prekladača sa rozhodne na základe lexikografického porovnania názvov
prepájaných oblastí. Ak máme oblasti A,B;B > A, smerovač v oblasti B je ten, na kto-
rom budú vygenerované dve inštancie smerovacieho protokolu, jedna pre každú oblasť a na
tomto smerovači môže byť vygenerovaná redistribúcia smerovacích informácií. Ďalšia časť
definície určuje smerovací protokol, posledná časť pomenuje oblasť. Prekladač zatiaľ pod-
poruje použitie troch smerovacích protokolov : RIP, OSPF, EIGRP. Všetky časti definície
sú povinné, inak preklad končí s detekciou syntaktickej chyby. Nasleduje príklad definície
oblasti.
AREAS_BEGIN
AREA {A, D} {D} RIP Texas;
AREAS_END
5.1.3 Definícia sietí
Táto časť zdrojového textu definuje siete, ktoré obsahuje topológia. Sieť definuje jej adresa,
sieťová maska a jej názov. Opäť sú všetky časti definície povinné. Prekladač pracuje s adre-
sami protokolu IPv4. Uvedená IP adresa musí byť adresou siete, inak je detekovaná séman-
tická chyba. Maska siete musí byť tiež v povolenom rozsahu, mask ∈ N, 0 < mask < 31.
Z toho vyplýva, že najdlhšia maska má tridsať bitov, použitá pri sieťach pre adresáciu
point-to-point spojení. Nasleduje gramatika pre tento blok a príklad definície.
<networks> -> NETWORKS_BEGIN <network_lst>









V tejto časti zdrojového textu sa definujú spojenia medzi smerovačmi. Definíciou prepojení
vlastne simulujeme zapojenie smerovačov v reálnej topológii. Pripomenieme si dva základné
typy spojení v rámci fyzickej topológie
• point-to-point – prepojenie dvoch koncových bodov komunikácie
• point-to-multipoint – prepojenie vytvára možnosť komunikácie koncového bodu s via-
cerými koncovými bodmi
Najprv uvediem gramatiku tohto bloku a následne sa budem venovať popisu definície spo-
jenia a niektorým špecifikám.
<links> -> LINKS_BEGIN <links_lst>
<link_lst> -> <id> <port> -> <other_device> <network_id>; <link_lst>
<link_lst> -> LINKS_END




Blok začína kľúčovým slovom LINKS BEGIN. Ďalej nasledujú definície jednotlivých spojení.
Každá definícia je ukončená ;. Prvý lexém v definícii je identifikátor, ktorý musí byť skrat-
kou niektorého vyššie definovaného smerovača, nasleduje identifikácia rozhrania, ktorá je od
identifikátora smerovača oddelená znakom .. Identifikátor rozhrania musí označovať roz-
hranie, ktoré je pre konkrétny smerovač definované(viď 5.1.1) a zatiaľ nepoužité. Potom
nasleduje operátor ->, ktorý značí vytvorenie spojenia. Operand na pravej strane je :
• smerovač – v tomto prípade je syntax a sémantika pre pravú stranu rovnaká ako pre
ľavú stranu
• DEFAULT – toto kľúčové slovo označuje implicitnú cestu tzv. Gateway of Last Resort.
V konfigurácii smerovača na ľavej strane operátora -> bude vygenerovaný statický
záznam v smerovacej tabuľke, ktorý zaistí, že akýkoľvek IP datagram, o ktorého cieli
nie je v smerovacej tabuľke žiaden záznam bude poslaný na rozhranie uvedené na
ľavej strane. Toto nastavenie je replikované pomocou dynamického smerovacieho pro-
tokolu na ďalšie smerovače v danej oblasti, preto je povolená definícia najviac jedného
spojenia s touto pravou stranou pre každú oblasť.
• TERM – kľúčové slovo označuje, že rohraznie smerovača je pripojené do segmentu siete,
v ktorom sa nenachádzajú ďalšie smerovače. V konfigurácii smerovacieho protokolu na
smerovači z ľavej strany bude vygenerovaný záznam o pasívnom rozhraní tj. na toto
rozhranie nebudú preposielané žiadne aktualizácie smerovacieho protokolu. Klasický
príklad použitia tohto kľúčového slova je v prípade ak chceme simulovať pripojenie
siete, v ktorej sa nachádzajú koncoví užívatelia.
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• SWITCH – použiťím tohto kľúčového slova je vyjadrený úmysel pripojiť rozhranie do
prepínača. Dôvod pre zavedenie tohto kľúčového slova bol, dať užívateľovi možnosť
popísať tzv. point-to-multipoint topológie.
Ďalej nasleduje identifikátor siete, ktorá je použitá pre adresovanie daného spojenia. Identi-
fikátor musí označovať niektorú vyššie definovanú sieť. Sieť musí byť nepoužitá resp. použitá
pre adresovanie point-to-mulitpoint spojení. Prekladač vygeneruje adresy rozhraní automa-
ticky, začína od najnižších použitelných adries. Nasleduje príklad definície spojení.
LINKS_BEGIN
A.s0/0/0 -> D.s0/0/0 Austin-Dallas;
A.fa0/0 -> TERM management;
D.fa0/1 -> DEFAULT ISP;
Tampa.fa0/0 -> SWITCH Florida-Net;
Miami.fa0/0 -> SWITCH Florada-Net;
LINKS_END
5.1.5 Smerovanie
V tejto sekcii je možné definovať niektoré ďalšie aspekty ovplyvňujúce konfiguráciu sme-
rovacieho protokolu. V tejto fáze vývoja experimentálneho prekladača je v tomto bloku
podporované nastavenie statického smerovania a nastavenie redistribúcie medzi smerova-
cími protokolmi. Ako zvyčajne uvediem najprv terajšu podobu gramatiky a následne sa
budem venovať popisu jednotlivých konfiguračných možností, ktoré ponúka tento blok.
<routing> -> ROUTING_BEGIN <routing_lst>
<routing_lst> -> STATIC <dest_network> <device_id>.<interface>;
<routing_lst> -> REDISTRIBUTE <area_id> -> <area_id> <predicate>
METRIC <number>;
<dest_network> -> SUMMARY <network_set>
<dest_network> -> id
<predicate> -> IS_END_USER_NETWORK
<predicate> -> HAS_MORE_HOSTS <number>
Statické smerovanie
Nastavenie statického smerovania v aktuálnom stave relatívne kopíruje nastavenie známe
z prostredia Cisco IOS. Kľúčové slovo STATIC značí vytvorenie statického záznamu v smero-
vacej tabuľke. Za ním nasleduje cieľová sieť alebo kľúčové slovo SUMMARY a zoznam sietí. Je
zrejmé, že použitie tohto kľúčového slova spôsobí použitie na mieste cieľovej siete sumárnu
adresu vypočítanú na základe zoznamu sietí. Ďalej nasleduje zariadenie na ktorom sa vy-
generuje statický záznam a rozhranie, na ktoré budú následne posielané pakety s danou
cieľovou adresou. Problémom tu popísaného prístupu je, že zatiaľ neimplementuje žiadny
pokročilejší mechanizmus, ktorý by uľahčil a viac zautomatizoval konfiguráciu statického




Ďalšou možnosťou v tomto bloku je nastavenie redistribúcie smerovacích informácií. Pre vy-
generovanie redistribúcie je nutné uviesť jej parametre. Kľúčové slovo REDISTRIBUTE uvádza
definíciu redistribúcie smerovacích informácií. Nasleduje oblasť, z ktorej sa budu redistri-
buovať smerovacie informácie, ďalej je nutné uviesť operátor -> a cieľovú oblasť (nutne
musí existovať spojenie medzi uvedenými oblasťami), ďalším parametrom pre redistribúciu
je predikát. Tento predikát je aplikovaný na zoznam sietí v zdrojovej oblasti a iba siete,
ktoré vyhovejú predikátu budú nasledne redistribuované do cieľovej oblasti. Posledným pa-
rametrom je metrika, jedná sa o metriku pre smerovací protokol použitý v rámci cieľovej
oblasti. Zápis metriky kopíruje nastavenie z prostredia Cisco IOS. Príklad:
ROUTING_BEGIN




Bezpečnosť v počítačových sieťach a distribuovaných systémoch je veľmi komplexným pro-
blémom, ktorý je možné rozdeliť na niekoľko menších, no stále veľmi rozsiahlych, problé-
mových domén. Na úrovni smerovačov máme istú obmedzenú množinu prostriedkov pre
definovanie bezpečnostných politík a ich následne vynútenie. Napriek obmedzeným pro-
striedkom je zabezpečenie na tejto úrovni veľmi dôležité. Je zrejmé, že z vynútením bez-
pečnosti na nižších vrstvách čiastočne zabezpečujeme aj komunikáciu na vyšších vrstvách
z pohľadu vrstvových modelov. Dnes moderné smerovače ponúkajú niekoľko metód, ktoré
môžu prispieť k bezpečnejšej komunikácii v počítačovej sieti a teda pozitívne ovplyvniť
konvergenciu, stabilitu a integritu distribuovaného systému a aplikácii, ktoré nad ním pra-
cujú. Je to napríklad zabezpečenie smerovania na úrovni zabezpečenia smerovacích infor-
mácií distribuovaných v aktualizáciách smerovacieho protokolu. Ďalšou metódou je použitie
prístupových zoznamov. Prístupové zoznamy je možné použiť na filtrovanie sieťových tokov
na základe informácií z druhej a tretej vrstvy modelu TCP/IP. Prístupový zoznam je nutné
po jeho vytvorení správne aplikovať v sieti.
Konfiguračný jazyk zatiaľ podporuje zápis pravidiel na základe, ktorých bude vygene-
rovaný prístupový zoznam. Je nutné povedať, že v dnešnej dobe komplexných distribu-
ovaných systémov je tento spôsob nedostačujúci. V budúcej verzii prekladača je v pláne
rozširiť koncept o popis bezpečnostných politík. Uvediem aktuálnu podobu zápisu pravidiel
pre vygenerovanie prístupových zoznamov.
<security> -> SECURITY_BEGIN <security_lst> EOF
<security_lst> -> <source_net_id> <dest_net_id> <proto>/<port_number>
<policy>; <security_lst>
<security_lst> -> SECURITY_END
<proto> -> TCP | UDP | IP
<policy> -> DENY | ALLOW
Popis pravidla začína popisom zdrojovej siete, nasleduje identifikátor označujúci cieľ ko-
munikácie. Ďalej nasleduje protokol, znak / a číslo portu. Poslednou časťou definície je
popis politiky, dátový tok definovaný predchádzajúcimi údajmi je možné povoliť alebo za-
kázať. Na základe definícií pravidiel je vygenerovaný prístupový zoznam, ktorý je správne
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umiestnený v sieti. Z povahy predaných dát je zrejmé, že musí byť vygenerovaný rozšírený
prístupový zoznam. Tento typ prístupových zoznamov sa umiestňuje čo najbližšie k zdroju
dát. Z dôvodu predpokladaných zmien v celom koncepte tejto časti konfiguračného jazyka





V tejto kapitole sa zameriam na popis implementácie experimentálneho prekladača, ktorý je
tiež výsledkom tejto bakalárskej práce. Najprv popíšem nástroje použité pre vývoj prekla-
dača. Následne sa budem v jednotlivých podkapitolách venovať implementácií zakladných
stavebných blokov, z ktorých je postavený experimentálny prekladač.
6.1 C++ a objektovo-orientované programovanie
Experimentálny prekladač a generátor zásuvných modulov pre tento prekladač sú imple-
mentované v objekto-orientovanom jazyku C++. Výhodou jazyka C++ oproti ostatným
dnes rozšíreným objektovo-orientovaným jazykom ako Java alebo C# je jeho nezávislosť
na žiadnej konkrétnej programovej platforme, je štandardizovaný medzinárodnym štan-
dardom, poskytuje vysokú úroveň abstrakcie, za zachovania vysokej rýchlosti vysledného
vygenerovaného kódu.
Neodeliteľnou súčasťou jazyka je jeho štandardná knižnica. Štandardná knižnica jazyka
C++ bola v rámci programu použitá extenzívne na mnohých miestach. Vydanie nového
štandardu je plánované na leto roka 2011. Nedostupnosť nového štandardu v čase implemen-
tácie a jeho experimentálna podpora v najrozširenejších prekladačoch viedli k rozhodnutiu
nepoužiť nové koncepty v samotnom jazyku (napr. lambda výrazy1) a rozšírenia v štan-
dardnej knižnici (napr. shared ptr, unique ptr) 2 pri implementácii prekladača. Namiesto
použitia zatiaľ experimentálnych častí nového štandardu bola použitá štandardne rozšírená
a zdokumentovaná sada knižníc Boost. Z toho vyplýva prekladová závislosť na sade knižníc
Boost.
Nasledujúca podkapitola uvedie čitateľa do problematiky implementácie experimentál-
neho prekladača a detailne popíše jeho moduly a ich štruktúru. Môžme povedať, že prekla-
dače sú vo všeobecnosti zložité softwarové systémy, vnútornú štruktúru je nutné rozdeliť
na relatívne nezávislé celky. Na obrázku 6.1 je zobrazená bloková schéma prekladača. Vi-
díme, že prekladač tvorí viac modulov. Nasledujúci text sa bude venovať funkcii a popisu
implementácie jednotlivých modulov.
1anonymné funkčné objekty


































Obrázek 6.1: Bloková schéma prekladača
6.2 Lexikálna analýza
Lexikálna analýza je úvodnou fázou prekladu. Túto časť prekladu obstaráva komponenta
nazvaná lexikálny analyzátor. Jeho úlohou je rozpoznávať vo vstupnom súbore lexémy a
vracať ich pre ďalšie spracovanie ako tzv. tokeny3. Lexikálny analyzátor implementuje roz-
poznanie postupnosti znakov vo vstupnom súbore na základe analýzy vstupu pomocou
konečného automatu. Štruktúra konečného automatu, ktorý je implementovaný v rámci
lexikálneho analyzátora bude uvedená v prílohe.
Implementáciu lexikálneho analyzátora obsahuje modul scanner.cpp. nPri jeho imple-
mentácii nebol použitý automatický generátor (Lex). Analýza začína v počiatočnom stave
konečného automatu, vstupný súbor je spracovávaný po znakoch. Na základe stavu, v kto-
rom sa nachádza automat a aktuálneho vstupu sa mení stav analyzátora. Ak sa analyzátor
ocitne v koncovom stave ukončí sa analýza, vráti sa konštantná referencia na inštanciu
triedy Token. Pri ďalšom volaní lexikálneho analyzátora sa opäť začína v počiatočnom
stave, pozícia vo vstupnom reťazci je zachovaná od predchádzajúceho volania.
Lexikálny analyzátor ignoruje riadkové komentáre a biele znaky. V niektorých prípadoch
musí načítať niekoľko znakov dopredu, aby sa mohol rozhodnúť o vrátení tokenu. Znaky,
ktoré boli načítané dopredu pri určení typu lexému a následnom vrátení tokenu sú späť
vrátené do vstupného reťazca (tzv. Reading Ahead[3]).
Pri každom volaní lexikálneho analyzátora je vrátená konštantná referencia na inštanciu
triedy Token. Táto trieda zapuzdruje lexém a poskytuje rozhranie, pomocou ktorého je
možné zistiť typ lexému a získať jeho dáta. Lexikálny analyzátor je volaný zo syntaktického
analyzátora, pre obdržanie ďalšieho tokenu v rámci syntaktickej analýzy je nutné volať
metódu getNextToken().
3atomické jednotky jazyka doplnené o typovú informáciu napr. reťazec, identifikátor, číslo
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6.3 Syntaktická analýza
Syntaktický analyzátor je implementovaný modulom parser.cpp, ktorý obsahuje imple-
mentáciu triedy Parser. Táto trieda je abstrakciou syntaktického analyzátora. Má jedinú
verejne prístupnú metódu parse(). Táto metóda spúšťa vlastnú syntaktickú analýzu. Pri
analyzovaní vstupného súboru je použitá metóda rekurzívneho zostupu. Zdrojový súbor
v konfiguračnom jazyku sa skladá z viacerých blokov (viď kapitola 5). Každý blok má inú
gramatiku. Metóda parse() reprezentujúca vlastnú syntaktickú analýzu teda spúšťa po-
stupne syntaktickú analýzu jednotlivých blokov. Je zrejmé, že vstupný súbor je syntakticky
správný ak je syntakticky správny každý blok, ktorý je súčasťou vstupného súboru. Všetky
bloky sú povinné, no niektoré nemusia mať žiadne telo.
Syntaktický analyzátor implementuje okrem kontroly syntaxe jazyka aj iné aspekty pre-
kladu zdrojového textu. V rámci syntaktického analyzátora je implementovaná aj séman-
tická analýza a ďalšie kontroly. Sémantická analýza upozorňuje na chyby, ktoré neporušujú
syntaktické pravidlá danej bezkontextovej gramatiky no vyplývajú z chybného použitia
jazykových konštrukcií. Semántickou chybou rozumieme napríklad chybné použitie identi-
fikátora smerovača na mieste kde sa očakáva identifikátor siete.
Na topológiu siete je možné pozerať ako na grafovú štruktúru. V rámci implementá-
cie syntaktickej analýzy bloku LINKS, je zahrnuté vytvorenie grafovej štruktúry topoló-
gie. Pre uloženie informácii o topológii do grafu bola využitá knižnica BGL (Boost Graph
Library[6]). Dôvodom pre použitie externej knižnice namiesto vlastnej implementácie bola
vysoká miera genericity, ktorú táto knižnica ponúka. Vďaka tejto vlastnosti založenej v tomto
prípade hlavne na šablonovom metaprogramovaní mohla byť implementácia prispôsobená
v podstate namieru riešenému problému. Pre uloženie informácií o uzloch a hranách v gra-
fovej štruktúre topológie sú použité vlastné triedy. Ďalšie implementačné detaily grafovej
štruktúry je možné nájsť v zdrojovom texte (data container.h).
Ďalšou oblasťou, ktorá je zatiaľ implementovaná v rámci syntaktického analyzátora je
heuristika, ktorej cieľom je odhaliť nespojitosti v rámci jednotlivých oblastí. Pod pojmom
nespojitosť oblasti je myslená situácia, kedy nie je možné prejsť z každého vrcholu do všet-
kých ostatných vrcholov. Táto a ďalšie heuristiky môžu byť v budúcnosti implementované
v rámci samostatného modulu.
Spomínaná heuristika bola implementovaná pomocou prechádzky grafom. Bola použitá
neinformovaná metóda BFS(Breadth First Search). Ak algoritmus skončí v stave, kedy nie
je možné rozgenerovať ďalšie uzly a neboli objavené všetky uzly v oblasti je jasné, že v danej
oblasti sa nachádza segment, ktorý nie je dosiahnutelný.
V nasledujucích podkapitolách sa budem venovať popisu implementácie časti prekla-
dača, ktorej zodpovednosťou je správa zásuvných modulov a jej interakciu so syntaktickým
analyzátor. Ďalšia stať priblíži dátový model.
6.3.1 Zásuvné moduly
Správu zásuvných modulov implementuje trieda PluginManager. Na začiatku kompilácie
je vytvorená jej jediná inštancia, ktorá je dostupná cez statickú metódu getInstance()
(návrhový vzor Singleton).
Syntaktický analyzátor pri spracovaní bloku, ktorý definuje zariadenia definované v to-
pológii používa inštanciu triedy PluginManager a žiada o vytvorenie inštancií zásuvných
modulov korešpondujúcich typov. Tieto inštancie zásuvných modulov, ktoré vlastne repre-
zentujú konkrétne smerovače sú následné uložené do dátového modelu pre ďalšie použitie.
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Syntaktický analyzátor ich potom používa pri ďalšom spracovaní zdrojového súboru, kont-
roluje napríklad dostupnosť a použitelnosť rozhraní pri konkrétnom smerovači a podobne.
Na konci kompilácie sú zásuvné moduly odpojené a zdeštruované.
6.3.2 Dátový model
Pre vygenerovanie konfiguračného súboru smerovača je nutné poznať štruktúru topológie,
adresovanie, protokoly a ďalšie informácie. Počas kompilácie sú tieto informácie získané
analýzou konfiguračného súboru alebo z neho odvodené. Generovanie konfiguračného sú-
boru je finálnou fázou kompilácie. Získané a odvodené dáta je nutné do toho času niekam
uložiť. Túto funkcionalitu obstaráva trieda DataContainer.
Trieda DataContainer obsahuje rôzne dátové štruktúry pre uloženie dát o analyzovanej
topológii. Pre uloženie dát sú použité dynamické dátové štruktúry dostupné v štandardnej
knižnici jazyka C++. Ide o štruktúry ako binárne vyhľadávacie stromy (std::map, std::set),
zoznamy (std::list) a polia(std::vector). Úlohou dátového modelu je uloženie, zapúzdrenie
dát a poskytnutie rozhrania pre manipuláciu s uloženými dátami. Toto rozhranie používa
syntaktický analyzátor a generátor konfiguračných súborov.
6.4 Generovanie konfiguračných súborov
Finálna fáza prekladu zdrojového súboru. Po vykonaní syntaktickej analýzy a v nej im-
plementovaných sémantických kontrol, je pomocou rozhrania dátového modelu dostupné
dostatočné množstvo dát pre vygenerovanie konfiguračného súboru smerovača.
Generovanie konfigurácie implementuje trieda Generator. Táto trieda poskytuje jednu
verejné prístupnú metódu generate(). Jej zavolaním sú na základe uložených dát vygenero-
vané konfiguračné súbory. V rámci tejto metódy sa volajú privátne metódy, ktoré postupne
generujú jednotlivé časti konfigurácie.




V tejto kapitole demoštrujem použitie konfiguračného jazyka a jeho prekladača na konkrét-
nom príklade. V prvej časti popíšem diskutovanú topológiu a jej zamýšľanú konfiguráciu.
Ďalej zhrnieme požiadavky na vstupné informácie potrebné pre vytvorenie zdrojového sú-
boru v konfiguračnom jazyku. Zdrojový kod topológie je uvedený v prílohe. Na obrázku 7.1
je zobrazená demonštračná topológia.
Obrázek 7.1: Demonštračná topológia
Nasleduje postup krokov, ktoré musíme vykonať pre vytvorenie zdrojového súboru
v konfiguračnom jazyku a jeho úspešný preklad a vygenerovanie konfiguračných súborov.
1. Vytvorenie zásuvného modulu
Uvažujme situáciu, že nemáme dostupné zatiaľ žiadne zásuvné moduly. Najprv je
nutné vytvoriť zásuvné moduly.
(a) Vytvorenie konfiguračného súboru pre popis smerovača
V demonštračnej topológii vystačíme so smerovačmi, ktoré majú dve etherne-










Konfiguračný súbor uložíme ako cisco 2811.dev.
(b) Kompilácia zásuvného modulu
Pomocou priloženého generátora zásuvných modulov, vygenerujeme zásuvný mo-
dul pre prekladač.
$ ./rpg ~/plugins/
Generátor načíta zoznam konfiguračných súborov zariadení (*.dev) a vygeneruje
príslušné zásuvné moduly.
2. Definícia zariadení nachádzajúcich sa v topológii
Vytvoríme definície smerovačov nachádzajúcich sa v topológii. Vytvoríme súbor
topology.rcl, v ktorom vytvoríme prvý blok DEVICES, kde definujeme smerovače,






Ďalšim povinným blokom je rozdelenie zariadení do oblastí. Validná definícia oblasti
obsahuje :
(a) zoznam smerovačov v oblasti
(b) zoznam hraničných smerovačov
(c) použitý dynamický smerovací protokol
Príklad :
AREAS_BEGIN




V tejto časti zdrojového textu je nutné definovať siete, ktoré chceme použiť pre adre-
sáciu zariadení v topológii. Adresnú schému demonštračnej topológie priblíži tabuľka
7.1
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Názov siete Adresa Maska Oblasť Typ
Servers 192.168.1.0 255.255.255.192 Texas užívatelia
Management 192.168.1.64 255.255.255.240 Texas užívatelia
Houston-Dallas 192.168.1.80 255.255.255.252 Texas prepojenie
Houston-Austin 192.168.1.84 255.255.255.252 Texas prepojenie
Austin-Dallas 192.168.1.88 255.255.255.252 Texas prepojenie
App Servers 192.168.2.0 255.255.255.240 Florida užívatelia
Tampa-Miami 192.168.2.16 255.255.255.252 Florida prepojenie
Users 192.168.3.0 255.255.255.128 Washington užívatelia
Backup Servers 192.168.3.128 255.255.255.224 Washington užívatelia
Storage 192.168.3.160 255.255.255.240 Washington užívatelia
Redmond-Seattle 192.168.3.176 255.255.255.252 Washington prepojenie
Seattle-Tacoma 192.168.3.180 255.255.255.252 Washington prepojenie
Tacoma-Redmond 192.168.3.184 255.255.255.252 Washington prepojenie
Tabulka 7.1: Adresná schéma ukážkovej topológie
5. Popis topológie
V tejto chvíli máme všetky potrebné informácie, aby sme mohli dokončiť popis fyzic-
kej topológie. Táto časť konfigurácie simuluje zapojenie reálnej topológie. Na základe
popisu v tomto bloku je vytvorená grafová štruktúra reprezentujúca celú topológiu.
Uvažujme situáciu, že v oblasti Texas je k smerovaču Houston pripojená sieť posky-
tovateľa internetového pripojenia. Na smerovači Houston nakonfigurujeme implicitnú
cestu do siete poskytovateľa internetového pripojenia. Toto nastavenie bude rozšírené
v aktualizáciach smerovacieho protokolu na ďalšie smerovače v oblasti.
LINKS_BEGIN




Posledný povinný blok popisu topológie v konfiguračnom jazyku. Povedzme, že chceme
nakonfigurovať vzájomnú redistribúciu smerovacích informácií medzi oblasťami Texas
a Florida. Redistribuovať budeme len siete, v ktorých sa nachádzajú koncoví užívate-
lia. Príklad konfigurácie :
ROUTING_BEGIN
REDISTRIBUTE Florida -> Texas END_USER_NETWORK METRIC 5;
...
ROUTING_END
Po vytvorení zdrojového súboru spustíme preklad, výsledkom prekladu sú v konfiguračné
súbory pre smerovače definované v topológii. Tento a ďalšie príklady použitia sú uložené




V tejto bakalárskej práci som sa venoval návrhu vysoko-úrovňového konfiguračného jazyka.
Hlavným cieľom tohto jazyka je zjednodušenie klasickej konfigurácie Cisco smerovačov.
Koncept jazyka tvoril základ pri implementácii experimentálneho prekladača.
Čitateľovi bol poskytnutý stručný pohľad na oblasť konfiguračných jazykov a simula-
čných prostredí používaných v oblasti počítačových sietí. Boli diskutované výhody týchto
prostriedkov a poskytnutý subjektívny pohľad autora na nevýhody jednotlivých nástro-
jov. Ďalej som sa v krátkosti venoval popisu aktuálneho stavu v oblasti konfigurácie Cisco
smerovačov. Uviedol som formálnu bázu v podobe definícií základných pojmov, ktorých
porozumenie je nevyhnutným minimom pri popise a samotnej impelementácii základných
častí prekladačov a interpretov. Práca ďalej ponúkla pohľad na aktuálny stav, v ktorom sa
nachádza konfiguračný jazyk. Z povahy riešeného problému je jasné, že tento stav je dočasný
a v budúcnosti sa bude meniť. V rámci implementačnej časti bakalárskej práce bola im-
plementovaná prvá verzia experimentálneho prekladača pre navrhnutý konfiguračný jazyk.
V texte práce som sa venoval popisu implementácie jednotlivých častí, ktoré tvoria experi-
mentálny prekladač. Predposledná kapitola uvádza oba produkty tejto práce, jazyk a jeho
prekladač, do praxe a ukazuje ich využitie pri riešení konfigurácie reálnej topológie.
V budúcnosti sa plánuje ďalšie rozšírenie konceptu konfiguračného jazyka a rozširovanie
implementácie jeho prekladača. Budúce úsilie bude venované hlavne vývoju konceptu pre
popis vysoko-úrovňových bezpečnostných politík. Pre ďalší vývoj projektu by bolo výhodné
do návrhu a vývoja zapojiť viac ľudí, preto bude zvážená možnosť vytvorenia internetovej
prezentácie tohto projektu a zriadenie centrálneho repozitára zdrojového kódu. Tieto kroky
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• /rcc – zdrojový kód prekladača
• /rpg – zdrojový kód generátora zásuvných modulov
• /tex – text tejto práce
• /examples – zdrojové texty ukážkových topológií
• /manual.pdf
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