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Android-alustalle. Uuteen diagnostiikkasovellukseen haluttiin etäkäyttömahdollisuus, 
jonka avulla oviohjaimen toimintoja pystyttäisiin säätämään. Opinnäytetyössä toteutet-
tiin etäkäyttösovellus käyttäen Ruby On Rails -tekniikkaa, joka hyödyntää WebSocket-
tiedonsiirtoprotokollaa.  
 
Etäkäyttösovellus toteutettiin Aptana Studio 3 -kehitysympäristössä, joka oli asennettu 
Linux Ubuntu -käyttöjärjestelmään. Rajapinta reaaliaikaisen tiedon siirtämiseen toteu-
tettiin WebSocket-tekniikalla ja Android-asiakkaan tunnistaminen REST-rajapinnan 
kautta.  
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The client for the thesis was Tamware Oy. Tamware Oy manufactures door systems for 
public transportation vehicles. There exists an Android diagnostic application for these door 
systems and the client wanted a remote access software for this Android application. In this 
thesis the remote access software (web application) was developed using Ruby on Rails-
framework and WebSocket transfer protocol. 
 
The remote access web application was developed using Aptana Studio 3 integrated devel-
opment environment (IDE). The IDE was installed into an Ubuntu Linux operating system. 
The interface for the real-time data transfer was achieved using Websocket-technology and 
the authentication of the Android application user was done via a REST-interface. 
 
In chapter 1 Tamware Oy is introduced in more detail and thesis definition is also done in 
this chapter. In chapter 2 the technologies used in the application are reviewed. In chapter 3 
the practical part of the thesis is reviewed in more detail. This includes going through the 
phases of designing, connections, user interface and also the developing of the application 
logic. In chapter 4 the success of the application in the thesis is analyzed and the main prob-
lems of the development are addressed. 
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1 JOHDANTO 
 
 
Tämän opinnäytetyön toimeksiantaja Tamware Oy on vuonna 1975 perustettu yritys, 
joka suunnittelee ja valmistaa ovijärjestelmiä julkisen liikenteen ajoneuvoihin. Valtaosa 
yrityksen tuotteista viedään Venäjälle ja Eurooppaan. Tunnetuimpia asiakkaita ovat VR 
Group, Volvo Group ja Scania.  
 
Yritys on kehittänyt tuotekehitysprojektina uutta diagnostiikkasovellusta Android-
alustalle ovijärjestelmien oviohjainta varten. Uusi diagnostiikkasovellus (Tw-200) mah-
dollistaa oviohjainten parametrien säätämisen ja I/O porttien tilojen tarkastelun 
Android-laitteella, joka on yhteydessä ohjaimeen joko Bluetooth- tai USB-
sarjamuuntimella. Itse tiedonsiirto Android-laitteesta oviohjaimeen tapahtuu sarjatyyp-
pisenä (serial). Sovelluksessa on näkymät reaaliaikaisen tiedon esittämiseen (Diagnos-
tic) ja parametrien käsittelyyn (Parameters). Diagnostiikkanäkymässä on esillä oven 
perustiedot kuten asento ja tila. Lisäksi siitä löytyy painikkeet oven ohjaamiseen. Para-
metrinäkymässä voidaan muokata parametrien arvoja sekä tallentaa ja ladata listoja 
Android-laitteen muistista. Tw-200 diagnostiikkasovellus on vielä testausvaiheessa, 
joten sitä ei vielä ole asiakkailla käytössä.  
 
Opinnäytetyön aiheena oli kehittää web-sovellus Tw-200 diagnostiikkasovelluksen etä-
käyttöä varten, joka on jatkoa tekemälleni Tw-200 diagnostiikkasovellukselle. Sovel-
luksen vaatimuksiin kuului, että se pitää sisällään samat toiminnot kuin Tw-200 ja sitä 
tulisi pystyä käyttämään internetin ylitse joka puolella maailmaa myös hitailla mobiili-
verkkoyhteyksillä. Nämä toiminnot helpottavat ovijärjestelmien sähköisten vikojen sel-
vittämistä ja tuovat yritykselle rahallista säästöä kun insinöörien ei tarvitse matkustaa 
paikan päälle selvittämään vikoja. 
 
Opinnäytetyön luvussa kaksi käydään läpi teoriaa tehtävän toteuttamiseen tarvittavista 
tekniikoista. Luvussa kolme kerrotaan tehtävän käytännön toteuttamisesta suunnittelu-
vaiheesta Android-sovelluksen muokkaamiseen saakka. Neljännessä luvussa kerrotaan 
työn onnistumisesta ja ongelmista, joita työtä tehdessä ilmeni.  
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2 TEORIA 
 
 
Tässä luvussa kerrotaan opinnäytetyössä käytettävistä ohjelmointitekniikoista, arkkiteh-
tuurista ja tiedonsiirtomenetelmistä. Luvussa 2.1 käydään läpi lyhyesti Ruby-
ohjelmointikielen periaatteet ja historia. Luvussa 2.2 kerrotaan Rails-
ohjelmistokehyksestä ja sen ominaisuuksista. Luvuissa 2.3 ja 2.4 käsitellään 
WebSocket-tiedonsiirtoprotokollaa ja Websocket-Rails –lisäosaa. 
 
 
2.1 Ruby-ohjelmointikieli  
 
Ruby-ohjelmointikieli on julkaistu ensimmäisen kerran vuonna 1995. Se on täysin 
oliopohjainen ohjelmointikieli, joka on saanut paljon vaikutteita Lisp-, Smalltalk-, Perl- 
ja Python-ohjelmointikielistä. Sen on kehittänyt japanilainen ohjelmoija Yukihiro 
”Matz” Matsumoto. (Ruby-lang.org, 2014) 
 
Ruby on haluttu kehittää ytimekkääksi ja tehokkaaksi ohjelmointikieleksi, joka tarkoit-
taa, että Rubylla voidaan suorittaa paljon lyhyellä koodin määrällä. Kielen ydin halutaan 
pitää mahdollisimman pienenä, jotta kielen muokattavuus ohjelmoijan omiin tarpeisiin 
säilyy hyvänä. Rubyn syntaksissa ei tarvitse käyttää hakasulkeita koodialueiden merk-
kaamiseen, eikä puolipisteitä koodirivien lopussa. Ruby tukee dynaamista muuttujien 
tyypitystä, jonka avulla ohjelmoijan ei tarvitse määritellä erikseen muuttujien tyyppejä, 
vaan niiden tyyppi määräytyy sen mukaan, mikä arvo niille asetetaan. Täysin oliopoh-
jaisena ohjelmointikielenä Rubyssa kaikki perustietotyypit, kuten esimerkiksi numerot 
ja merkkijonot ovat olioita, sekä kaikki toiminnot ovat olioiden metodeita. Esimerkiksi 
numero-oliossa rivillä 2 voidaan käyttää sen ”times” metodia, jolla voidaan tehdä yk-
sinkertainen silmukka, joka suorittaa rivillä 3 olevan koodin numeron arvon mukaan 
(Kuva 1). (Ruby-lang.org, 2014) 
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KUVA 1. Esimerkki numero oliosta ja silmukoista. 
 
Kuten kuvasta näkyy, siinä ei tarvita puolipisteitä, eikä hakasulkeita vaan Rubyssa 
ehtolauseet ja silmukat merkataan loppumaan ”end” tagiin. Ensimmäinen silmukka 
tulostaa merkkijonon ”a” viisi kertaa ja toinen silmukka tulostaa iteraattorimuuttujan 
arvon viisi kertaa (Kuva 2). 
 
 
KUVA 2. Esimerkkisilmukoiden tulostukset. 
 
Rubyssa virheenkäsittelyominaisuudet ovat samankaltaiset kuin Java- tai Python-
ohjelmointikielissä, joka tekee virheenkäsittelystä helppoa. Muistinhallintaan Rubyssa 
käytetään automaattista roskienkeruuta, joka tyhjentää muistista sovelluksen 
käyttämättömät tiedot muistin uudelleenkäyttöä varten. Muita hyviä Rubyn 
ominaisuuksia ovat API-rajapinta sovelluksen laajentamiseen C-kielellä, dynaamisesti 
ladattavat laajennukset, käyttöjärjestelmästä riippumaton monisäikeisyys ja toimivuus 
usealla käyttöjärjestelmällä. 
 
Rubyn yksi etu verrattuna esimerkiksi Java-ohjelmointikieleen on se, että Rubylla 
kirjoitettua sovellusta ei tarvitse kääntää, vaan se suoritetaan ajonaikana, joka tekee siitä 
web-sovellusten kehittämiseen erinomaisen vaihtoehdon. Näiden ja edellä mainittujen 
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ominaisuuksien, sekä Rails-kehyksen takia Ruby valittiin ohjelmointikieleksi tämän 
opinnäytetyön toteuttamiseen. Ruby sopii hyvin yksinkertaisten web-sovellusten 
kehittämiseen, koska siihen löytyy kattava valikoima lisäosia ja sen opettelu on helppoa 
hyvien tutoriaalien ansiosta. Riippuen sovelluksen rakenteesta, Ruby ei ole välttämättä 
paras vaihtoehto jos sovelluksen käyttäjiä on paljon ja tietokannasta haettua tietoa 
joudutaan jalostamaan, koska sovelluslogiikkaa ei pystytä optimoimaan yhtä hyvin 
kuten esimerkiksi Java-sovelluksessa. Etäkäyttösovelluksen yhtäaikaisten käyttäjien 
määrä on kuitenkin vähäinen, joten näitä rajotteita ei tarvinut huomioida tässä työssä.  
 
 
2.2 RVM ja gem-paketit 
 
RVM (Ruby version manager) on Rubyn versionhallintatyökalu, joka mahdollistaa eri 
versioiden asentamisen helposti. Ruby on nopeasti kehittyvä ohjelmointikieli ja sen 
ominaisuudet saattavat muuttua merkittävästi eri versioiden myötä. Muutokset saattavat 
johtaa projektin rikkoutumiseen, jonka takia projektiin olisi aina hyvä määritellä 
käytettävän Ruby-version numero. 
 
Kehitysvaiheessa Ruby-sovelluksia voidaan laajentaa käyttämällä valmiita Gem-
paketteja, jotka sisältävät valmiita toiminnallisuuksia, kuten esimerkiksi Rails-
ohjelmistokehysen. Gem-paketteja asennetaan RubyGems-pakettienhallintatyökalulla, 
joka tulee Ruby-kehityspaketin mukana. Käyttämällä Bundler-toiminnallisuutta Gem-
paketteja voidaan hallita helposti määrittelemällä ne sovelluksen Gem-tiedostoon, joka 
sisältää kaikki halutut Gem-paketit. Gem-tiedostossa olevat paketit voidaan asentaa 
sovellukseen antamalla komentorivillä komento ”bundle install”. Gem-paketteja 
voidaan osittain verrata muiden ohjelmointikielien kirjastoihin. 
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2.3 Rails-ohjelmistokehys 
 
Rails on Ruby-kielellä kirjoitettu avoimeen lähdekoodiin perustuva MVC-
arkkitehtuurimallia noudattava ohjelmistokehys, jonka idea perustuu lyhyeen koodin 
määrään ja maksimaalliseen tuottavuuteen. (Ruby on Rails, 2015) 
 
MVC-arkkitehtuurimallissa sovelluksen toimintalogiikasta vastaa ohjain (Controller) ja 
tietojen käsittelystä malli (Model). Sovelluksen käsittelemät tiedot esitetään käyttäjälle 
näkymien (View) avulla (Kuva 3). 
 
 
KUVA 3. MVC-arkkitehtuurin toimintaperiaate. 
 
Rails helpottaa tietokannan käyttämistä mallin avulla, joka luodaan automaattisesti kun 
käyttäjä luo uuden luokan. Käyttääkseen tietokantaa ohjelmoijan tarvitsee ainoastaan 
määritellä tietokannan osoite ja käyttäjätiedot Rails -konfigurointitiedostoon.  
 
Uuden mallin luominen Rails-ympäristössä tapahtuu ”rails generate” komennolla, jolla 
luodaan esimerkiksi User-luokka, joka sisältää merkkijonotyyppisen name- ja email-
kentän  (Kuva 4). (Rubyonrailsguides.org, 2015) 
 
 
KUVA 4. Esimerkki User-luokan ja mallin luomisesta. (Rubyonrailsguides.org, 2015) 
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Kun malli on luotu, sitä voidaan käyttää ohjaimella (Controller) helposti kutsumalla 
luokan nimeä ja sen metodeita. Esimerkissä luodaan uusi User-luokan instanssi tyhjään 
muuttujaan (Kuva 5). 
 
 
KUVA 5. Uuden User-instanssin luominen. (Rubyonrailsguides.org, 2015) 
 
Uusi User-instanssi voidaan helposti tallentaa tietokantaan kutsumalla User-luokan 
save-metodia, jonka jälkeen Rails suorittaa automaattisesti tarvittavat 
tietokantakomennot (Kuva 6). 
 
 
Kuva 6. Käyttäjän tallentaminen tietokantaan. (Rubyonrailsguides.org, 2015) 
 
Tietojen hakeminen tietokannasta on yksinkertaista käyttämällä luokan metodeita, jotka 
on yhdistetty automaattisesti tietokantamalliin. Esimerkiksi Book-luokan kaikkien 
tietojen hakeminen taulukkoon BooksController-ohjaimen index-metodilla on esitetty 
alla kuvassa 7. Etumerkki ”@” tarkoittaa Rails-muuttujissa sitä, että ne ovat 
instanssimuuttujia, jotka näkyvät kyseisen luokan sisällä kaikille metodeille. Tässä 
esimerkissä ”@books”-muuttuja näkyy BooksController-ohjaimen kaikille metodeille. 
Etumerkittömät muuttujat näkyvät vain kyseiselle koodialueelle (code block).  
 
 
Kuva 7. Kaikkien kirja tietojen lataaminen tietokannasta. (Rubyonrailsguides.org, 2015) 
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Rails-sovelluksen näkymä (View) kirjoitetaan tavallisella HTML-koodilla ja Ruby-
kielellä (Kuva 8), jolla luodaan näkymään dynaaminen sisältö (Kuva 9). 
 
 
Kuva 8. Rails näkymän koodi, jossa on dynaamista sisältöä. (Rubyonrailsguides.org, 
2015) 
 
 
Kuva 9. Näkymä selaimessa, jossa on dynaamisesti luotua sisältöä. 
 
Rails tarjoaa perusnäkymien lisäksi sivun osia (Partials), joita voidaan hyödyntää jos 
sovellukseen halutaan useammalle sivulle samanlaista toimintaa. Sivun osa voidaan 
sisällyttää näkymään merkkaamalla se haluttuun kohtaan Railsin tehdä-merkinnällä 
(Render) (Kuva 10). 
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KUVA 10. Sivun osa sisällytettynä näkymään. (Rubyonrailsguides.org, 2015) 
 
Sivun osa voi sisältää esimerkiksi lomakkeen uuden käyttäjän lisäämistä varten 
tietokantaan. Käyttämällä samaa lomaketta uudelleen voidaan toteuttaa myös käyttäjän 
tietojen päivitystoiminto. 
 
Rails-kehyksen tehokkuus muodostuu koodin uudelleenkäytettävyydestä, 
tietokantamallien ja tiedon esittämisen helppoudesta. Kunnes käyttäjä on oppinut Rails-
ideologian, tekemisen tuottavuus paranee jopa 50% verrattuna perinteisiin web-
kehitysmenetelmiin. (Railsapps.github.io, 2015) 
 
 
2.4 WebSocket-tiedonsiirtoprotokolla 
 
WebSocket on vuonna 2011 standardisoitu web-selaimiin sisäänrakennettu TCP/IP-
protokollaan perustuva kaksisuuntainen tiedonsiirtotekniikka, joka mahdollistaa tehok-
kaan reaaliaikaisen viestinnän asiakkaan (Client) ja palvelimen välillä. Tekniikka sovel-
tuu peleihin ja järjestelmiin, joihin halutaan lähettää tietoa suoraan palvelimelta. Esi-
merkiksi keskustelusovelluksessa asiakasohjelmiston ei tarvitse kysellä palvelimelta 
uusia viestejä, vaan viestit voidaan lähettää suoraan asiakasohjelmistoon. 
(WebSocket.org, 2015) 
 
WebSocket-asiakasohjelmisto voi olla selainpohjainen JavaScript-rajapintaa käyttävä 
sovellus (Kuva 11) tai mobiililaitteille tehty sovellus, jossa on käytössä erillinen 
WebSocket-kirjasto. 
 
 
KUVA 11. WebSocket-asiakkaan käyttöönotto JavaScript-rajapinnan kautta. 
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WebSocket-tiedonsiirtoprotokolla valittiin tähän työhön, koska se mahdollistaa jatkuvan 
tiedon siirtämisen kaksisuuntaisesti reaaliajassa ja siihen löytyi valmiit Gem-paketit 
Rails-sovellusta varten. Verrattuna muihin tiedonsiirtomenetelmiin se on helppo ottaa 
käyttöön Rails-sovellukseen ja sen ympärille on helpompi luoda viestintäprotokolla tätä 
työtä varten. 
 
2.5 Websocket-Rails -lisäosa 
 
Websocket-Rails on lisäosa, jolla voidaan ottaa käyttöön Rails sovellukseen sisäinen 
WebSocket-palvelin ja sen päälle rakennettu tiedonsiirtojärjestelmä, joka perustuu ta-
pahtumiin. Tapahtumien käsittelyä varten on Websocket-Rails tyyppinen ohjain, jonka 
tehtävä on toteuttaa tapahtumat, jotka on määritelty tapahtumareitittimeen. Tapahtumia 
voidaan tehdä joko Rails-sovelluksen sisältä tai näkymistä. (Websocket-Rails.github.io, 
2015) 
 
Käytännössä tämä helpottaa reaaliaikaisen tiedon lähettämistä samasta sovelluksesta 
useille selaimille. Esimerkiksi keskustelu-sovelluksessa yksi käyttäjä voi lähettää kaikil-
le muille käyttäjille saman viestin yhtä aikaa tai sovellus voi lähettää tietoa kaikille 
käyttäjille (Kuva 12). 
  
 
KUVA 12. Esimerkki tapahtuma ketjusta. 
 
Lisäksi Websocket-Rails -palvelimen JavaScript-asiakkaasta on  tehty käännös 
Android-ympäristöön, jonka avulla voidaan muodostaa WebSocket-yhteys Android-
laitteesta Rails-sovellukseen, sekä käyttää tapahtumareitittimeen määriteltyjä 
tapahtumia. Käytän näitä lisäosia opinnäytetyössäni tiedonsiirtoon Android-laitteen ja 
Rails-sovelluksen välillä. 
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3 ETÄKÄYTTÖSOVELLUKSEN TOTEUTTAMINEN 
 
 
Tässä luvussa käydään läpi etäkäyttösovelluksen käytännön toteutusta kehitysympäris-
tön pystyttämisestä sovelluksen käyttöönottoon saakka.  
 
 
3.1 Työkalut 
 
Luvussa 3.1 kerrotaan etäkäyttösovelluksen toteuttamiseen käytetyistä kehitystyökaluis-
ta, sekä versionhallintatyökalusta.  Ennen kehitysympäristön pystyttämistä työpöytä-
päätteeseen asennettiin Linux Ubuntu -käyttöjärjestelmä, koska Rails-kehitystyökalut 
toimivat paremmin siinä verrattuna Windows-ympäristöön. Android-laitteen ja Rails-
sovelluksen välisen tiedonsiirron testaamista varten pystytettiin yrityksen verkon ulko-
puolinen lähiverkko, johon pystyttiin luomaan reititys testipalvelinta varten. Ubuntu-
käyttöjärjestelmään asennettiin RVM (Ruby Version Manager), Ruby-kehityspaketti ja 
Rails-kehityspaketti. Kehitysympäristössä Rails-sovelluksen ajamiseen käytettiin Rails-
kehityspaketin mukana tulevaa kevyttä WEBrick HTTP -palvelinta. WebSocket-
palvelinta varten kehityskoneelle asennettiin Nginx HTTP -palvelin, jonka kautta pys-
tyttiin reitittämään Android-laitteesta tuleva liikenne oikeaan paikkaan palvelimella. 
 
 
3.1.1 Aptana Studio 3 ja uuden Rails sovelluksen luominen 
 
Ubuntu-käyttöjärjestelmään asennettiin Rails-sovellusten kehittämistä varten Aptana 
Studio 3 -kehitysympäristö, joka on tarkoitettu web-sovellusten kehittämiseen. Aptana 
Studion käyttöliittymästä löytyy komentorivinäkymä, projektitiedostojen hallintapaneeli 
ja koodieditori (Kuva 13).  
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KUVA 13. Aptana Studio 3 käyttöliittymä. 
 
Komentorivinäkymä on hyvin käytännöllinen Rails-sovellusten kehittämisessä, koska 
siitä voidaan antaa Rails-komentoja, joilla voidaan esimerkiksi luoda uusi Rails-projekti 
etäkäyttösovellusta varten (Kuva 14).  
 
 
KUVA 14. Uuden Rails-sovelluksen luominen komentorivillä. 
  
Uuteen projektiin sisältyy kaikki tarvittavat tiedostot toimivaa Rails-sovellusta varten, 
sekä hakemistorakenne on tehty niin, että sieltä löytyy omat kansiot näkymille, oh-
jaimille, malleille, tyylitiedostoille ja JavaScript-tiedostoille. Uusi Rails-sovellus sisäl-
tää myös Gemfile-tiedoston, jossa on määritelty kaikki sovelluksen gem-paketit (Kuva 
15).  
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KUVA 15. Rails-sovellus ja Gem-tiedosto Aptana Studiossa. 
 
 
3.1.2 Git-versionhallinta 
 
Tässä opinnäytetyössä ohjelmakoodin hallitsemiseen käytettiin avoimen lähdekoodin 
Git-versionhallintatyökalua. Git asennettiin Ubuntu-käyttöjärjestelmään ja se alustettiin 
toimimaan etäkäyttösovellusprojektiin komentoriviltä, sekä siihen otettiin käyttöön 
GitHub palvelu. (Kuva 16). 
 
 
KUVA 16. Git-versionhallintatyökalun käyttöönotto Rails-projektiin. 
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GitHub on web-pohjainen palvelu, joka tarjoaa Gitiä käyttäville projekteille ilmaista 
julkista tallennustilaa. GitHub on maksullinen jos haluaa luoda sinne yksityisen projek-
tin, jonka tiedot eivät näyt muille GitHub-käyttäjille. Tässä työssä käytettiin maksullista 
GitHub-palvelua. 
 
 
3.2 Suunnittelu ja rajapinnat 
 
Työn suunnittelu aloitettiin kartoittamalla sovelluksen tarpeet. Sovelluksella piti pystyä 
käyttämään aiemmin esiteltyä Tw-200 diagnostiikkasovellusta etänä, sekä hallitsemaan 
käyttäjiä, jotka voivat etäkäyttösovellusta käyttää. Ensimmäisenä suunnittelin käyttöliit-
tymän, joka noudatti samoja periaatteita kuin Tw-200 diagnostiikkatyökalussa. Periaat-
teisiin kuului mahdollisimman yksinkertainen käytettävyys ja selkeä informaation esit-
täminen. Suunnittelin käyttöliittymän ensiksi paperille, jonka jälkeen aloin toteuttamaan 
sitä Rails-sovellukseen, jota käydään läpi paremmin luvussa 3.3.  
 
Käyttöliittymän suunnittelun jälkeen suunnittelin oman viestintäprotokollan Android-
laitteen ja Rails-sovelluksen väliseen tiedonsiirtoon, joka rakennettiin toimimaan 
WebSocket-Rails -menetelmällä. Käytännössä protokolla toimii niin, että viestit lähete-
tään JSON-muotoisena WebSocket-protokollan ylitse Rails-sovelluksen tapahtumarei-
tittimelle, joka ohjaa ne eteenpäin (Kuva 17). 
 
 
KUVA 17. Esimerkki JSON-muotoisen viestin kulkemisesta. 
 
Käyttäjien hallintaa varten sovellukseen asennettiin Devise-lisäosa, joka tarjosi perus-
toiminnot käyttäjien tietojen ylläpitämiseen, oikeuksien hallintaan ja tunnistamiseen. 
Käyttäjäroolit suunniteltiin toimimaan niin, että ylläpitäjän oikeudet ovat tarkoitettu 
Tamwaren henkilökunnalle ja peruskäyttäjän oikeudet yrityksen asiakkaita varten. Yllä-
pitäjätunnuksella pystyy kirjautumaan etäkäyttösovelluksen web-käyttöliittymään, luo-
maan uusia käyttäjiä ja muokkaamaan jo olemassa olevien käyttäjien tietoja. Asiakas-
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tunnusta voi käyttää ainoastaan yhteyden muodostamiseen Tw-200 diagnostiikkasovel-
luksesta etäkäyttösovellukseen.  
 
 
3.3 Käyttöliittymän toteutus 
 
Kuten jo aiemmin mainittu, käyttöliittymän toteutus aloitettiin piirtämällä se ensiksi 
paperille ja sitten vasta luomalla siitä demo Rails-sovellukseen. Käytännön toteuttami-
nen aloitettiin liittämällä BootStrap 3 JavaScript -kirjasto sovelluksen näkymiin, jota 
käytetään hyvin paljon web-sovellusten käyttöliittymien tekemiseen, koska sillä saa 
tehtyä nopeasti siistiä jälkeä. BootStrap ei ole välttämättä paras vaihtoehto jos haluaa 
luoda persoonallisen näköisen käyttöliittymän, mutta tässä työssä oli tarkoituksena teh-
dä käyttöliittymästä mahdollisimman selkeä ja helppokäyttöinen. Lisäksi Rails-
sovellukseen asennettiin jQuery JavaScript -kirjasto. Käyttöliittymään piti toteuttaa 
kolme näkymää, joista kaksi oli tarkoitettu oviohjaimen reaaliaikaisen tiedon näyttämi-
seen, oven ohjaamiseen ja parametrien käsittelyyn. Kolmas näkymä tehtiin käyttäjätilien 
hallintaa varten.  
 
 
3.3.1 Näkymät 
 
Reaaliaikaista tietoa oviohjaimelta tulee oven asennoista, virhetiloista, sekä ohjaimen 
tulojen ja lähtöjen tiloista. Näkymään tehtiin oikealle puolelle paneeli oven ohjaamista 
varten, joka pitää sisällään painikkeet oven perustoiminnoille (avaus, pysäytys, sulke-
minen, signaalit). Vasemman puoleinen paneeli pitää sisällään reaaliaikaiset tiedot ja 
alimmasta paneelista näkyy tulojen ja lähtöjen tilat (Kuva 16). 
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KUVA 16. Etäkäyttösovelluksen diagnostiikkanäkymä. 
 
Kun diagnostiikkanäkymä oli valmis, aloin tekemään parametrien muokkaamiseen tar-
koitettua näkymää. Parametrinäkymään piti tehdä listarakenne, johon voitiin tuoda 
oviohjaimelta haetut parametrit (Kuva 18).  
 
 
KUVA 18. Etäkäyttösovelluksen parametrinäkymä. 
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Käyttäjienhallintanäkymään tehtiin myös listarakenne, johon haetaan tietokannasta 
käyttäjien tiedot. Näkymästä voi muokata käyttäjien tietoja, sekä poistaa niitä (Kuva 
19.) 
 
 
KUVA 19. Etäkäyttösovelluksen käyttäjienhallintanäkymä. 
 
 
3.3.2 Näkymien JavaScript toiminnot 
 
Kun näkymät oli toteutettu, aloin tekemään niille toiminallisuutta JavaScriptillä. En-
simmäiseksi JavaScript-tiedostoon tehtiin funktio WebSocket-yhteyden muodostami-
seen käyttöliittymästä sovellukseen (Kuva 20).  
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KUVA 20. Funktio yhteyden muodostamiseen. 
 
Funktiossa luodaan uusi WebSocketRails-tyyppinen instanssi, joka muodostaa 
WebSocket-yhteyden Rails-sovellukseen automaattisesti, sekä tarjoaa tarvittavat 
toiminnot tapahtumien kuunteluun ja lähettämiseen. Funktio suoritetaan aina kun Rails-
sovellus ladataan selaimella. Yhteyden muodostamisen jälkeen funktiossa määritellään 
tapahtumakuuntelijat (bind), sekä asetataan funktiot yhteyden eri tiloille. Esimerkiksi 
”dispatcher.on_open” funktio suoritetaan kun yhteys on käyttövalmiina. 
Tapahtumakuuntelijafunktioiden (bind) avulla reaaliaikaiset tiedot välitetään Rails-
sovelluksesta käyttöliittymään. Esimerkiksi jos Websocket-Rails -ohjain lähettää viestin 
tapahtumaan ’msg’, niin sen data käsitellään ’showMsg’ funktiolla (Kuva 21). 
 
 
KUVA 21. Esimerkki tapahtuman käsittelijä funktiosta. 
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Seuraavaksi toteutettiin toiminnot diagnostiikkanäkymän painikkeille ovenohjaukseen 
ja salasanan asettamiseen. Jokaiselle painikkeelle on kirjoitettu oma JavaScript-funktio, 
jolla laukaistaan haluttu tapahtuma tapahtumareitittimelle, joka ohjaa sen tapahtumakä-
sittelijälle. Tapahtumalaukaisijalle annetaan parametreina tapahtuman nimi ja JSON-
muotoinen objekti, joka pitää sisällään lähetettävät tiedot (Kuva 22). 
 
 
KUVA 22. Funktiot oven painikkeille ja salasanan asettamiselle. 
 
Kuten kuvassa näkyy, jokaiselle oven tapahtumalle on määritelty tapahtumalaukaisija 
(trigger), joka lähettää JSON-muotoisen viestin tapahtumareitittimelle, joka ohjaa sen 
Android-laitteelle. Parametrilistausta varten tehtiin JavaScript-funktio, joka purkaa 
JSON-muodossa saadun listan näkymään html-elementeiksi. Käyttäjienhallintanäkymän 
toiminnot toteutettiin vasta sovelluslogiikan jälkeen. 
 
 
3.4 Sovelluslogiikan toteutus 
 
Tämän työn Rails-sovelluksen logiikan kaksi keskeisintä osaa ovat tapahtumareititin ja 
tapahtumienkäsittelijä. Tapahtumareitittimestä kerrotaan tarkemmin luvussa 3.4.1 ja 
tapahtumienkäsittelijää käydään läpi luvussa 3.4.2. 
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3.4.1 Tapahtumareititin 
 
Rails-sovellukseen toteutin ensimmäisenä tapahtumareitittimen, johon on määritelty 
kaikki käyttöliittymästä ja Android-laitteesta tulevat tapahtumat. Esimerkiksi rivillä 
kolme merkitään (subscribe) tapahtuman nimi ”client_connected” ja se ohjataan käsitel-
täväksi MessageController-ohjaimen client_connected-metodille (Kuva 23).   
 
 
KUVA 23. Rails-sovelluksen tapahtumareititin. 
 
 
3.4.2 Tapahtumienkäsittelijä 
 
Tapahtumien käsittelyyn tein uuden Websocket-Rails –tyyppisen ohjaimen, jolla tapah-
tumat ja viestit ohjataan joko web-käyttöliittymään tai Android-sovellukseen. Esimer-
kiksi Android-sovelluksesta tuleva ’handle_pdo’ tapahtuma käsitellään ohjaimella han-
dle_pdo-metodilla ja lähetetään käyttöliittymään ’pdo_msg’ tapahtumana (Kuva 24). 
Kuvan esimerkkikoodissa rivillä yksi määritellään luokan nimi ja peritään Websocket-
Rails::BaseController –luokka. Rivillä kaksi otetaan käyttöön avustaja html-elementtien 
luomista varten. Kolmannella rivillä otetaan käyttöön JSON-kirjasto. Rivillä viisi määri-
tetään ”handle_pdo” funktio. Kuudennella rivillä lähetetään ”connection_status” tapah-
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tuma reitittimelle, joka sisältää ”Connected” merkkijonon. Rivillä seitsemän lähetetään 
”pdo_msg” tapahtuma reitittimelle, joka sisältää Android-laitteelta tulleen viestin.  
 
 
KUVA 24. Esimerkki tapahtuman käsittelystä ohjaimella. 
 
Sovelluslogiikka oli tässä työssä yksinkertainen, koska tapahtumat ja viestit välitettiin 
ohjaimella vain eteenpäin.  
 
 
3.5 Käyttäjien hallinta 
 
Sovelluksen ollessa muutoin valmis, piti vielä toteuttaa käyttäjienhallintaosio. Koska 
etäkäyttöjärjestelmässä tarvittiin kaksi eri käyttäjäroolia ja toiminnot käyttäjien lisäämi-
seen, muokkaamiseen ja poistamiseen, otin käyttöön Rails-sovellukseen Devise -
lisäosan. Devise on valmis käyttäjienhallintajärjestelmä ja se on ohjelmoitu noudattaen 
modulaarisen ohjelmistotuotannon periaatteita, jonka ansiosta siitä voidaan ottaa käyt-
töön vain tarpeelliset toiminnot. 
 
Devisen käyttöönotto tapahtui lisäämällä se sovelluksen gem-tiedostoon, jossa on mää-
ritelty kaikki lisäosat, joita sovellus tarvitsee toimiakseen (Kuva 25). 
 
 
KUVA 25. Rails gem -tiedosto.  
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Määrittelyn jälkeen se asennettiin projektiin komentoriviltä antamalla komento (Kuva 
26). 
 
 
Kuva 26. Devisen asentaminen projektiin. 
 
Asennuskomento aloitti Devisen asentamisen projektiin ja lisäsi sovellukseen tarvittavat 
ohjaimet, mallit ja näkymät. Asentamisen jälkeen Devise piti ottaa käyttöön 
sovellukseen lisäämällä sovelluksen ohjaimeen ”authenticate_user” suodatin (Kuva 27). 
 
 
KUVA 27. Devisen käyttöönotto sovellukseen. 
 
Ottamalla käyttöön ”authenticate_user” suodatin, Devise määritettiin vaatimaan 
käyttäjäntunnistus sovelluksen kaikissa toiminnoissa lukuunottamatta ”remote” ja 
”check”. Kyseiset toiminnot liittyvät Android-asiakkaan tunnistamiseen ja niille on 
poikkeuskäsittely, koska Android-asiakas tunnistautuu ennen WebSocket-yhteyden 
muodostamista normaalilla HTTP-kyselyllä. Lisäksi määritettiin lisäämällä käyttäjien 
oikeuksien tunnistussuodatin, että vain ylläpitäjätunnuksilla voi kirjautua web-
käyttöliittymään ja muokata kaikkien käyttäjien tietoja (Kuva 28). 
 
  
KUVA 28. Käyttäjien ylläpito-oikeuksien tunnistussuodatin. 
 
Asiakastunnus määritettiin toimimaan vain Android-laitteella kirjautumiseen ja tiedon 
välittämiseen oviohjaimelta web-sovellukseen. 
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3.6 Android-asiakkaan toteutus 
 
Android-sovelluksen muokkaamiseen käytettiin Eclipse –kehitysympäristöä ja ohjel-
mointikielenä Javaa. Android-osuutta käydään läpi hyvin lyhyesti, koska se ei kuulunut 
opinnäytetyön piiriin.  
 
Tw-200 diagnostiikkasovellukseen ohjelmoitiin RemoteControl-näkymä, josta voitiin 
yhdistää laite etäkäyttösovellukseen (Kuva 29).   
 
 
KUVA 29. Remote Control näkymä Tw-200 sovelluksessa. 
 
Näkymän takana logiikasta huolehtii kirjoitettu RemoteHandler-tyyppinen olio, joka 
pitää sisällään Websocket-Rails Android- ja DeviceHandler-instanssit. Oliossa 
käsitellään kaikki web-sovellukselta tulevat tai sille lähtevät tapahtumat (Kuva 30). 
  
 
KUVA 30. Esimerkki tapahtumankäsittelystä RemoteHandler-oliossa. 
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Web-sovelluksen käyttöliittymästä lähetetty komento kulkee usean eri kerroksen läpi 
ennen kuin saavuttaa määränpäänsä (Kuva 31).  
 
 
KUVA 31. Esimerkki komennon kulkemisesta protokollapinon läpi. 
 
Niin kuin kuvasta voimme todeta, RemoteHandler-oliosta viesti siirtyy eteenpäin Devi-
ceHandler-tyyppiseen palveluun, joka huolehtii tiedonsiirrosta Bluetooth-yhteydellä 
Android-sovelluksesta oviohjaimeen. Tapahtumaketjun viimeisenä laitteena oviohjain 
suorittaa komennon ja avaa oven. Tiedonsiirto toimii myös toiseen suuntaan saman pi-
non läpi. 
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4 POHDINTA 
 
 
Työn tavoitteena oli tehdä internetin yli toimiva etäkäyttöjärjestelmä Tw-200 diagnos-
tiikkasovellukseen, joka mahdollistaisi oviohjaimen säätämisen etänä ja helpottaisi säh-
köisten vikojen selvittämisessä. Määritetyt tavoitteet toteutuivat ja lopputuloksena saa-
tiin toimiva etäkäyttöjärjestelmä, joka hyödyntää tiedon siirtämisessä WebSocket -
tekniikkaa Rails-ympäristössä.  
 
Työn tekeminen ei kuitenkaan sujunut ongelmitta, koska Rails ja WebSocket olivat ai-
van uusia tekniikoita minulle. Ensimmäiset ongelmat kohtasin pystyttäessäni testiympä-
ristöä WebSocket-yhteyden testaamiseen sovellusten välillä. Websocket-Rails Android 
-kirjasto ei ollut aivan täydellisesti toimiva ja sinne piti itse ohjelmoida muutoksia 
JSON-muotoisen tiedon lähettämistä varten, että ne menivät perille oikeassa muodossa 
ja Rails-sovellus osasi tulkita ne oikein. Toinen mainitsemisen arvoinen ongelma oli 
WebSocket-palvelimen välittämät vanhat tiedot. Tämä ongelma korjaantui asentamalla 
erillinen tietokantapalvelin reaaliaikaisen tiedon tallentamiseen ja määrittelemällä se 
toimimaan Rails-sovelluksen kanssa. Opinnäytetyön aikataulu piti muilta osin paikkan-
sa, paitsi kehitys- ja testausympäristön pystyttäminen vei suunniteltua enemmän aikaa, 
koska Linux-käyttöjärjestelmä ja palvelimet eivät olleet ennestään tuttua tekniikkaa.   
 
Tällä hetkellä etäkäyttöjärjestelmä sallii ainoastaan yhden asiakkaan olevan yhteydessä 
kerrallaan. Järjestelmän jatkokehitysaiheita voisi olla useamman yhteyden yhtäaikainen 
käyttäminen, web-sovelluksen mobiilikäyttöliittymä, vika- ja huoltokoodien lukeminen 
ja oviohjaimen ohjelmiston päivittäminen järjestelmän kautta. 
 
Projekti kokonaisuutenaan oli mielenkiintoinen ja opettavainen, koska lähes kaikki siinä 
käytetyt tekniikan olivat minulle uusia. Tätä työtä tehdessä opin perusasiat web-
sovellusten kehittämisestä, Rails-tekniikasta, WebSocket-tiedonsiirrosta ja jQuery Ja-
vaScript -kirjastosta. Lisäksi työssä joutui perehtymään Linux-käyttöjärjestelmään ja 
sillä toimiviin palvelimiin. Työ sisältää käytännössä kaikki vaiheet suunnittelusta jul-
kaisuun, joka antaa kattavan kokonaiskuvan web-sovellusten kehittämisestä Linux-
ympäristössä.  
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