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Abstrakt 
Tato bakalářská práce se zabývá tvorbou aplikace pro plánování a správu projektů a událostí. Práce 
popisuje návrh a implementaci tohoto řešení. Obsahuje základ pro pochopení standardního 
kalendářového formátu iCalendar a jeho využití. Dále rozebírá návrh vlastní databáze pro záznamy 
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Tato bakalářská práce se zabývá návrhem a vytvořením aplikace pro plánování událostí a správu 
projektů. Celá aplikace byla vytvořena v jazyce C++ a toolkitu Qt. V současnosti je k dispozici 
mnoho nejrůznějších nástrojů pro plánování událostí (tzv. „elektronických diářů“). Mnoho volně 
šiřitelných nástrojů však nenabízí možnosti exportu událostí do mobilních zařízení, či podporují jen 
jeden určitý typ výstupu. Cílem bakalářské práce bylo poskytnout takové řešení, které by umožňovalo 
snadný přenos záznamů jak do mobilního zařízení, tak i z něj. Cílem ale nebylo jen vytvořit další 
elektronický diář, ale také poskytnout aplikaci pro vytvoření serveru, pro efektivní zálohu a snadnou 
dostupnost plánů uživatelů. V dnešní době, kdy se snaží být člověk co nejvíce mobilní se svými daty, 
chce také mít svůj naplánovaný program neustále při ruce. 
První kapitola popisuje již používaná řešení problému plánování událostí a správy projektů. 
Jejím hlavním cílem je, seznámit se z již navrženými řešeními a zjistit, co daná řešení nabízejí a co 
jim zase chybí. Dále je v ní zmíněna základní formulace cíle celé práce. Druhá kapitola detailně 
popisuje standardní kalendářový formát iCalendar. Tohoto formátu využívají mnohá aplikační řešení 
a existuje mnoho úprav tohoto formátu. iCalendar je poměrně snadno zpracovatelný formát pro 
počítač, nicméně pro přímé zpracování člověkem není příliš vhodný díky své složité syntaxi. Třetí 
kapitola popisuje technologie a prostředky, které byly použity při tvorbě aplikačního řešení. Je zde 
zmíněn jazyk C++ a toolkit Qt. Součástí řešení je také aplikace pro server, která má na starosti 
zálohování plánů uživatelů. Proto byla použita šifrovaná komunikace přes SSL sockety, neboť je 
důležité zachování soukromí při přenosu plánů. Čtvrtá kapitola se zabývá návrhem aplikace. Je v ní 
popsáno celkové řešení problému a její zajímavé funkce. Pátá kapitola je zaměřena na tvorbu databází 
kontaktů a událostí se kterými aplikace pracuje. Jsou zde detailně popsány obě tyto databáze. Je zde 
také zhodnocení jejich srozumitelnosti pro přímé čtení člověkem. V závěru je pak celé řešení 
zhodnoceno. Jsou zde také zmíněny možné směry dalšího rozvoje aplikace. 
1.1 Používaná řešení 
Existuje množství nástrojů řešících problém, kterým se zabývá tato bakalářská práce. V následujícím 
textu budou některé z těchto nástrojů popsány a případně i srovnány s prezentovaným řešením. 
Těchto nástrojů je mnoho a cílem bylo zaměřit se na to, jakým způsobem ukládají záznamy o stavech 
událostí, jak řeší upozorňování uživatelů apod. Šlo hlavně o zisk základních poznatků o jednotlivých 
řešeních, aby bylo navrženo takové řešení, které žádné z těchto programů nenabízí. Mezi 
nejzajímavější patří programy, o nichž se bakalářská práce zmíní víc v dalších kapitolách. Jsou to: 
Mozilla Sunbird, Student DOG organizer, LeaderTask, EssentialPIM, C-Organizer a Alive Organizer. 
 
Mozilla Sunbird, jedná se o free multiplatformní řešení. Byla k dispozici verze 0.9 pro MS 
Windows. Sunbird má jednoduché GUI, které nabízí základní přehled nad jeho funkcemi. Aplikace 
umožňuje plánování událostí a upozorňování na tyto události. Nabízí základní kalendářové zobrazení 
událostí buď přehled dne, týdne, nebo měsíce. Sunbird umožňuje ukládání a načítání událostí ve více 
formátech. Jsou to formáty HTML,  iCalendar, CSV. Sunbird obsahuje celou řadu nastavení jako je 
den začátku týdne a podobně. Aplikace umožňuje opakování plánování událostí se zadanou frekvencí. 
Zajímavostí je, práce s více kalendářovými soubory najednou (aplikace umožňuje vytvoření více 
kalendářů a jejich současnou správu). Umí vytvářet nové typy pro události („Dovolená“, „Schůzka“ 
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apod.). Také umožňuje přidat řešitele k jednotlivým událostem, ale neumí u nich vytvářet a uchovávat 
informace. Chybí mu propojování událostí, které je nutné pro správu jednotlivých fází projektu. 
 
Student DOG organizer, aplikace je určena pouze pro Windows, byla k dispozici verze 1.91. 
Aplikace je zaměřena výhradně na studenty. Neobsahuje žádné složité exporty a ani nepodporuje 
žádné kalendářové standardy. Používá vlastní databázový formát. Zajímavé je hlavně GUI, které je 
velice jednoduché a uživatelsky přívětivé. Aplikace umožňuje vytvoření přehledné databáze kontaktů 
a její správu. Student DOG organizer neumožňuje propojení událostí s databází kontaktů a vzájemné 
propojování a navázání událostí. Neumožňuje efektivně zálohovat kalendářová data, je 
nekompatibilní s ostatními programy až na MS Outlook, ze kterého umí importovat kontakty. 
Program řeší opakování událostí jednoduchým způsobem naplánování, kdy jsou spolu všechna 
opakování propojena, a změna jedné události vyvolá změnu všech. 
 
LeaderTask, jedná se o komerční řešení pro Windows, byla k dispozici trial verze 6.8.7. LeaderTask 
je program určený pro plánování a správu projektů. Nabízí rozdělení projektu na podproblémy a 
označení stavu vývoje projektu. Umí k nim přiřazovat jednotlivé kontakty jako jejich řešitele. Dělení 
událostí je podle skupin, stejně tak se dají dělit kontakty v adresáři. Toto řešení nabízí prostředky pro 
efektivní správu projektů. Aplikace podporuje opakování událostí dle zadaných parametrů, ale u 
složitějších propojení projektů je to značně nepřehledné. Program neobsahuje žádné lepší možnosti 
exportu záznamů, kromě tisku a jakési synchronizace dat s PDA, která ale ve trial verzi nefunguje. 
Program si ukládá záznamy v binární podobě (zcela nečitelné pro uživatele). 
 
EssentialPIM, komerční nástroj pro Windows ve verzi 3.23. Jde o aplikaci sloužící k plánování a 
správě projektů. Má jednoduché, ale přehledné GUI. Aplikace umožňuje rozdělení projektu na 
jednotlivé části a nastavení opakování událostí. Dále lze k projektům přidat řešitele z řad kontaktů, 
které umí organizovat do skupin. Aplikace umožňuje široký výběr exportu a importu dat záznamů 
událostí a kontaktů do iCalendaru, HTML, CSV, nebo poznámek. Aplikace samotná pracuje s binární 
databází, která je pro uživatele zcela nečitelná. Pokud by chtěl uživatel přímo data editovat, 
nejjednodušší způsob je export do HTML nebo iCalendar, jejich editace a opětovný import do 
programu.  
 
C-Organizer, jedná se o komerční program pro Windows ve verzi 3.7. Nabízí jednoduché a 
přehledné GUI. Jeho hlavní nevýhodou je ale smíchání dvou jazyků, a to českého a anglického. 
Rozhraní má ovládací prvky v anglickém jazyce a označení kalendáře je v jazyce českém. Aplikace 
neumožňuje propojování událostí navzájem, ani propojení s databází kontaktů. Jeho velkou 
nevýhodou je nemožnost změnit přehled událostí v okně aplikace, tudíž je uživatel odkázán jen na 
výpis hodin. Jeho hlavní předností je snadný a efektivní export a import záznamů událostí, který 
bohužel není do žádného standardního kalendářového formátu, ale je zde možnost převodu na binární 
podobu, CSV soubor a XML.  
 
Alive Organizer, tento nástroj je také komerční pro Windows ve verzi 3.8.27.17. Slouží k plánování 
stavu projektů. Neumí propojení událostí mezi sebou. Dokáže k projektům přidat řešitele z databáze 
kontaktů, které umí třídit podle typu. Ovládání je poněkud nepřehledné a neintuitivní. Opět používá 
vlastní binární záznam databáze, který je pro uživatele zcela nečitelný. Export dat leze pouze do CSV 
souboru. 
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1.2 Očekávané řešení 
Při procházení všech ostatních nástrojů bylo stanoveno několik cílů, kterých se pokusí bakalářská 
práce dosáhnout. Řešení by mělo být multiplatformní. Mělo by umožňovat export do více 
standardních formátů, propojování závislostí událostí a kontaktů jakožto řešitelů projektů. 
Vytvořením specializované služby pro server, umožňující snadné zálohování databáze. Dále nabízet 
snadnou přímou editaci v databázi, se kterou aplikace pracuje a snadné a lehce ovladatelné 
uživatelské rozhraní. 
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2  Standardní kalendářový výstup 
Následující kapitoly detailně popisují jeden z nejpoužívanějších formátů pro popis kalendářových dat 
iCalendar. Jedním z požadavků na celou práci je s tímto formátem pracovat. 
2.1 Standard iCalendar 
iCalendar je jedním ze standardních formátů pro popis kalendářových dat. Blíže jej specifikuje 
standard RFC 5545 a RFC 2445. iCalendar navrhla společnost Calendaring and Scheduling Working 
Group a je založen na starším formátu vCalendar, který navrhla společnost Internet Mail Consortium 
(IMC). iCaneldar je také označován zkratkou iCal. iCalendar umožňuje sdílení a posílání plánu 
dalším uživatelům prostřednictvím emailu. Podporuje jej mnoho aplikačních řešení a to buď tak, že 
s ním přímo pracují, nebo jsou schopné z něj nebo do něj importovat či exportovat data. Nejedná se 
jen o nejrůznější plánovače, ale zvládnou s ním pracovat i někteří emailoví klienti např. MS Outlook 
a Lotus Notes. Posílání přes standardní email se využívá jak pro předávání dohodnutých schůzí, tak i 
pro žádosti k naplánování např. setkání. iCalendar umožňuje uživateli ihned snadno odpovědět 
stejnou cestou, jakou dotaz obdržel. Data iCalendaru také mohou být sdílena pomocí souborů a 
dalších služeb například WebDav serveru, nebo SyncML. 
WebDav server (World Wide Web Distributed Authoring and Versioning) definovaly jej 
Internet Engeneering Task Force (IETF). Slouží ke vzdálené správě souborů a je specifikován RFC 
4918. Jde o rozšíření protokolu HTTP/1.1. Umožňuje uživateli vytvářet, kopírovat a mazat data na 
vzdáleném severu (většinou webovém). 
SyncML (Synchronization Markup Language) jde o informačně synchronizační protokol 
nezávislý na cílové platformě. Slouží k přenosu dat mezi mobilním zařízením a osobním počítačem. 
Protokol umožňuje výměnu nejrůznějších dat, ale záleží na podpoře obou zařízení, respektive typu 
operačního systému, kterým jsou tato zařízení vybavena. 
iCaledar je prostý textový soubor. Text je kódován podle standardu MIME (Multipurpose 
Internet Mail Extensions). MIME je internetový standard, který definuje posílání zpráv s diakritikou. 
MIME, označuje data typem „text/calendar“. Většinou jsou soubory označovány dvěma příponami 
*.ics (obsahuje plány a informace kalendáře) a *.ifb (obsahuje informace o volném čase a 
naplánovaných akcí). U systémů firmy Apple jsou pak tyto přípony nahrazeny příponami *.iCal a 
*.iFBf, jejich význam je však stejný. 
Data jsou ASCII text. Řádek je omezen na maximální délku 75 bytů a je ukončen znakem 
CRLF (hex: 0D0A). Pokud je řádek příliš dlouhý, pokračuje se na dalším řádku, který začíná buď 
mezerou (hex: 20), nebo tabulátorem (hex: 9). Pokud má být text víceřádkový, je řádek ukončen 
znakem „\n“(hex: 5C6E). 
iCalendar má některá omezení. Popisuje, jak mají vypadat data v tomto formátu uložená, ale 
neobsahuje popis, jak se má s nimi pracovat. Proto se používají jiné protokoly např. iTIP (iCalendar 
Transport-Independent Interoperability RFC 2664). iTIP definuje, jak se mají vyměňovat data mezi 
jednotlivými uživateli kalendáře. Dalším protokolem pro práci s iCalendar je IMIP (iCalendar 
Message-based Interoperability Protocol RFC 2447). IMIP implementuje metody iTIP pro 
standardního emailového klienta. Další nevýhodou iCalendaru je neslučitelnost s negregoriánskými 
kalendáři např. Lunárním kalendářem. 
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2.2 Obsah iCalendaru 
Každý záznam v kalendáři ve formátu iCalendar je samostatný objekt. Objekty mohou být v jednom 
souboru řazeny za sebou nebo mohou být v samostatných souborech. Obsah objektu definuje standard 
RFC 2445. 
 
Hlavní objekty, jsou to objekty, které obsahují právě data důležitá pro samotné naplánování 
konkrétní události kalendáře. Každý objekt iCalendaru musí začínat formulací BEGIN:VCALENDAR 
a končit END:VCALENDAR. Mezi těmito dvěma řádky v iCal souboru se nachází tělo objektu 
(icalbody). Toto tělo obsahuje sekvenci kalendářových komponent a vlastností. Vlastnosti se vztahují 
na celý kalendář (objekt), zatímco komponenty popisují jen určitou část kalendáře (např. událost, 
úkol, stav, poznámku). Objekty iCalendaru jsou Hlavní objekt kalendáře (Calendaring Core Object) a 
Hlavní objekt plánování (Scheduling Core Object) oba obsahují informace nutné pro uchovávání 
informací potřebných pro plánování a uchovávání informací o kalendáři. Objekt formátu iCalendar 












Příklad 6.1: Obsah objektu typu iCalendar 
 
V příkladu 6.1 objekt obsahuje jednu plánovací komponentu s informacemi o plánu události na 24. 
12. 2010 na čas 17:00-18:00 s názvem VANOCNI VECERE. Popis jednotlivých částí objektů bude 
zmíněn v dalších kapitolách. 
 
icalbody, jak již bylo zmíněno výše, obsahuje souhrn komponent, vlastností, metod a nastavení 
jednotlivých záznamů (objektů iCalendar). 
Metody obsahují důležité parametry pro plánování a kalendář. Některé metody jsou 
standardně vyžadovány samotným objektem, a proto je musí daný objekt obsahovat. Jejich parametry 
mohou nabývat jen omezených hodnot. Ostatní aplikace používají tyto parametry i k identifikaci 
příslušného formátu a obsahu objektu, respektive části objektu. Metody popisují zvláštní druhy 
chování objektu. Není však nutné každou metodu používat, pokud to není nezbytně nutné pro funkci 
tohoto objektu. V praxi to znamená, že objekty stejného typu mohou obsahovat rozdílné metody dle 
svých potřeb. Toto osvětluje příklad 7.1.  Jak je zde patrné, objekt také obsahuje jednu komponentu 
stejného typu, jako tomu bylo u předchozího příkladu 6.1. Tato komponenta obsahuje mnohem více 






















Příklad 7.1: Obsah objektu stejného typu s rozdílnými parametry 
 
Parametry metod a jejich hodnoty musí být specifikovány v komponentě objektu iCalendar. Jakékoliv 
jejich nedodržení vede k nekompatibilitě s tímto formátem. 
Komponenty jsou důležité pro jasnou identifikaci typu objektu u plánování a kalendáře. 
Komponenty mohou být jen předem definované typy komponent iCalendaru. Komponenty se 
vzájemně liší názvy, metodami a parametry, které mohou obsahovat. Objekt musí obsahovat 
minimálně jednu komponentu. Potom tyto komponenty musí být dobře specifikovány (odděleny 
následujícími formulacemi). Komponenta začíná formulací BEGIN:“Název komponenty“ a končí 
formulací END:“Název komponenty“. Standardní komponenty jsou: VEVENT, VTODO, 
VJOURNAL, VFREEBUSY, VTIMEZONE, x-name, iana-token.  O jednotlivých typech komponent 
iCalendaru se zmíní práce později. 
Optinfo, je speciální parametr. Jeho hlavní funkcí je reprezentace volitelného parametru 
uvnitř těla objektu. Zatímco objekt samotný lze určit pomocí syntaktické analýzy, optinfo lze určit 
pouze pomocí sémantiky. Hodnota optinfo, musí být shodná s hodnotou specifikovanou objektem. 
Parametr může být specifikován i vícekrát. Toto se používá například u posílání žádostí o 
naplánování, nebo potvrzení určité události. 
2.3 Metody objektu iCalendar 
Tato kapitola se zaměřuje na základní typy metod Hlavního objektu iCalendar. Základní znalost 
metod je důležitá pro správné pochopení formátu. Metod je celá řada a liší se svým použitím, 
vzájemnou sémantikou a svými parametry. Celý objekt je možné definovat způsobem uvedeným 
v příkladu 7.2: 
       iCalendarobject = "BEGIN: VCALENDAR" CRLF 
                        icalbody 
                        "END:VCALENDAR" CRLF 
 
Příklad 7.2: Objekt iCalendar 
 
Část icalbody můžeme ještě rozdělit na komponenty a metody celého objektu a na tyto metody se 
nyní zaměříme. 
PROID, tato metoda je jednou z nejvíce používaných metod Hlavních objektů. Její textový 
parametr specifikuje programové řešení, které daný objekt vytvořilo. Toto je důležitá informace 
především u formátů, které jsou odvozeny z formátu iCalendar. Názvy těchto programů jsou 
 8 
specifikovány podle ISO.9070.1991 od International Organization for Standardization. Hlavním 
úkolem bylo sjednotit jednotlivé verze formátu iCalendar a vytvořit univerzální kalendářový formát. 
VERSION, metoda přímo koresponduje s předchozí metodou PROID, obsahuje označení 
verze formátu objektu (iCalendar má označení „VERSION:2.0“ jiné označení již není standardní 
iCalendar, ale pouze jemu podobný formát). 
CALSCALE, metoda jejíž hlavní informací je specifikace typu časové osy kalendáře. U 
iCalendaru je to standardně CALSCALE: GREGORIAN, což koresponduje s nastavením na 
gregoriánský kalendář. 
METHOD, je velice užitečná metoda. Její parametr obsahuje název metody, která je spojena s 
daným objektem. Toto se používá především u přenosu objektů přes MIME. V takovém případě je 
pak parametr metody stejný jako typ přenosu (METHOD:REQUEST pro přenos požadavku). Názvy 
metod pro přenosy požadavků jsou specifikovány v iCalendar Transport-Independent Interoperability 
Protocol (iTIP) definovaném [2446bis]. 
Komponenta VEVENT 
Tato komponenta slouží k popisu naplánované události v čase. Často obsahuje komponentu 
VALARM, která slouží k naplánování upozornění. Základními metodami důležitými pro funkci této 
komponenty jsou DTSTART a DTEND. DTSTART obsahuje datum začátku události a DTEND 
datum konce události. Toto datum je buď typu DATE (pouze datum), nebo typu DATE-TIME (datum 
+ čas). U opakovaných událostí znamená DTSTART také první výskyt dané události a DTEND 
ukončení opakování události. DTEND je nejčastěji pouze typ DATE, může nastat i situace, kdy 
nebude DTEND specifikován (tohoto se využívá u výročí). Komponenty typu VEVENT nemohou a 
nesmějí být vloženy do jiných komponent kalendáře. Následující příklad 8.1 zobrazuje komponentu 














Příklad 8.1: Obsah komponenty VEVENT 
 
UID je jednou z nejdůležitějších metod, které VEVENT obsahuje, neboť jednoznačně identifikuje 
jednotlivé události v plánu. Tato metoda není povinná, ale všechny plánovače ji používají. Jejím 
parametrem je identifikátor události potřebný pro další zpracovávání. DTSTART a DTEND práce 
vysvětluje výše. DTSTAMP je další metoda, která obsahuje časovou informaci o tom, kdy byla daná 
událost vytvořena. SUMMARY je metoda obsahující popis události (její název). Metoda CLASS 
definuje metodu přístupu ke komponentě, její zabezpečení sloužící ke sdílení (CLASS:PRIVATE = 
zakázání sdílení respektive možnost odesílání vzdáleně do kalendáře). Metoda CATEGORIES je také 
hojně využívanou metodou, neboť umožňuje nastavit typ (typy) události. Tyto typy mají svá 
specifická označení. Jejich názvy jsou odděleny znakem „čárka“. COMMENT je metoda, která slouží 
spíše pro uživatele. Obsahuje pouze textový parametr, který může nabývat libovolné hodnoty. LAST-
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MODIFIED je důležitá metoda pro aktualizace plánů. Obsahuje informaci o poslední editaci události. 
Tohoto se hojně využívá u zálohování plánů a jejich aktualizací. 
Komponenta VTODO 
Komponenta VTODO slouží k popisu úkolů. Umožňuje plánovat jednotlivé úkoly a uchovávat stav 
jejich zpracování. I tato komponenta nesmí být podobně jako VEVENT vložena do jiné kalendářové 
komponenty. Její části mohou souviset nebo odkazovat na komponenty typu VEVENT nebo 
VJOURNAL. K tomuto vztahu slouží zvláštní komponenta RELATED-TO, která daný vztah 
vyjadřuje. Komponenta VTODO se může vyskytovat i bez základních metod DTSTART a DUE nebo 
DURATION. Pak bude úkol spojen s každým datem, dokud nedojde k dokončení úkolu. Tohoto se dá 
využít u úkolů, které nemají pevně stanoven hraniční limit splnění. Následující příklad 9.1 
demonstruje možný obsah komponenty VTODO s nejčastěji používanými metodami, které tato 
komponenta může obsahovat. 
 
       BEGIN:VTODO 
       UID:12ER3 
       DTSTAMP:20100414T102311Z 
       DTSTART:20100414T110000Z 
       DUE:20100709T130000Z 
       COMPLETED:2010707T100000Z 
       SUMMARY:Zaplatit za opravu domu 
       PRIORITY:1 
       CLASS:CONFIDENTIAL 
       CATEGORIES:FAMILY,FINANCE 
       STATUS:NEEDS-ACTION 
       END:VTODO 
 
Příklad 9.1: Obsah komponenty VTODO 
 
Příklad 9.1 demonstruje úkol, který má být vykonán od 14. 4. 2010. Metoda DUE označuje datum, do 
kterého by měl být daný úkol vykonán. Její parametr (časová hodnota) musí být vždy větší než je 
hodnota definována metodou DTSTART. Pokud metoda DTSTART není definována, pak musí být 
její hodnota větší než hodnota definována metodou DTSTAMP (tato metoda definuje datum 
vytvoření záznamu o úkolu). Metoda COMPETED definuje čas dokončení daného úkolu. Pokud 
záznam úkolu neobsahuje tuto metodu, je daný úkol považován za nedokončený. PRIORITY, tato 
metoda určuje jakou prioritu má daný úkol. Priorita se vztahuje jak na úkol samotný, tak i na úroveň 
případného upozorňování. Parametr metody PRIORITY je vždy celé číslo od 0-9, kdy 0 znamená 
nespecifikováno, 1-4 znamená „vysokou“prioritu, 5 „normální“ prioritu a 6-9 „nízkou“. Metoda 
STATUS informuje kalendář, jak zatím daný úkol probíhá. Umožňuje signalizovat pozastavení úkolu, 
nebo jeho přerušení či úplné zrušení. Její hlavní využití je také např. pro upozornění na vyžadované 
potvrzení účasti na předem dohodnuté schůzce. Tohoto se využívá především u komponenty 
VJOURNAL, o níž se zmíní práce v následující kapitole. 
Komponenta VJOURNAL 
Tato komponenta slouží k popisu deníku. Neslouží k žádným záznamům ani neumí plánovat události, 
pouze propojuje textový záznam s určitým datem. Poznámek připojených k jednomu datu může 
obsahovat i více než jednu. Tato komponenta se v praxi příliš nepoužívá, její největší využití je pro 
správu projektů, kdy se kombinuje s komponentou VTODO. Tohoto propojení využívá např. program 
KOrganizer. Následující příklad 10.1 zobrazuje možnou podobu obsahu komponenty VJOURNAL. 
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 CATEGORY: HLASENI O STAVU PROJEKTU 
 DESCRIPTION:sešli jsme se v 13:00\n 
         Byl navrhnut nový postup jak vyřešit problém.\n 
 END:VJOURNAL 
 
Příklad 10.1: Obsah komponenty VJOURNAL 
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3 Použité technologie 
Následující kapitoly budou popisovat programovací jazyky a technologie použité při tvorbě 
aplikačního řešení bakalářské práce. Programovací jazyk, který byl zvolen pro tvorbu bakalářské 
práce je C++ a nástroj pro tvorbu grafického uživatelského rozhraní byla knihovna Qt postavená na 
tomto jazyce. Dalším důležitým prvkem je také knihovna OpenSSL, která byla použita pro vytvoření 
zabezpečené komunikace mezi klientem a serverem. OpenSSL je nutná pro správnou funkci QSsl, 
což je knihovna, kterou obsahuje Qt, přes kterou se s OpenSSL pracuje. 
3.1 C++  
C++ je objektově orientovaný jazyk. Tento jazyk je rozšířením jazyka C. Původní název jazyka byl 
„C with Classes“ (C s třídami), a byl vytvořen v roce 1980. V roce 1983 byl pak přejmenován na 
C++. První norma byla přijata v roce 1998. 
Výhody C++ : 
· Kompilátory jazyka jsou snadno dostupné téměř ve všech operačních systémech 
· Existence mnoha volně šiřitelných kompilátorů 
·  Spolehlivá přenositelnost programu napsaného v normě ANSI (American National Standards 
Institute – Americký národní institut pro standarty) 
 
U jazyka C++ je jednou z nejdůležitějších vlastností STL (Standard Template Library – Knihovna 
standardních šablon). STL obsahuje definice nejpoužívanějších datových typů, šablon tříd a objektů. 
Z této knihovny byly využity tři základní třídy a to std::string, std::list a std::vector. String je třída 
používaná pro práci s textovými řetězci, třída list definuje zřetězený seznam a třída vector slouží 
k definici jednorozměrného pole. 
3.2 Qt 
Qt je multiplatformní knihovna pro vytváření GUI 
(Graphical User Interface – grafické uživatelské 
rozhraní). Qt nahradilo starší knihovnu Motif. Qt vyvíjí 
společnost Qt Software (dříve Trolltech, kterou koupila 
společnost Nokia). Ale původně jej vyvinula společnost 
Quasar Technologies.  
Qt je určeno především pro platformy: 
· X Window System (Qt/X11) – většinou jej využívají Linuxové a Unixové distribuce 
· Mac OS X (Qt/Mac) – jedná se o operační systém používaný na počítačích Macintosh 
· MS Windows (Qt/Windows) – klasické operační systémy pro PC od společnosti Microsoft 
· Windows CE (Qt/WinCE) – operační systémy určené pro mobilní zařízení od společnosti 
Microsoft 
· Symbian - Qt pro platformu Symbian (používanou převážně jako OS u mobilních telefonů) 
·  Qt Jambi  - v současnosti pozastaveno platforma pro Javu 
· Embedded Linux – operační systém používaný v některých mobilních zařízeních 
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V současnosti je Qt jedním s nejoblíbenějších toolkitů pro tvorbu GUI. Qt je použito například u 
desktopového prostředí KDE, dále jej používá webový prohlížeč Opera, Google Earth, Skype, 
VirtualBox, VLC media player,  Qtopia a OPIE.  
Knihovna Qt je postavena na programovacím jazyce C++, ale existují i verze pro jazyky 
Python, Ruby, Perl, Pascal, Lisp, Java, C# & .NET a další. 
Qt je určeno pro návrh grafických uživatelských rozhraní, ale od verze 4 umožňuje návrh i 
„negrafických“ programů. V současnosti je nejvíce používaná verze 4.5, ale začíná se objevovat i 
nová verze 4.6. V bakalářské práci byla při vytváření aplikačního řešení použita verze 4.5, která je 
vyžadována pro bezchybný překlad celé aplikace, neboť využívá některé nové funkce, které 
neobsahují předchozí verze Qt. 
Qt resource je jedna z důležitých technologií použitá při tvorbě grafického rozhraní aplikace. 
Tento systém umožňuje k aplikaci připojit obsah jakýkoliv souborů a ten pak kdykoliv během chodu 
aplikace použít. Tato technologie resource souborů byla použita především pro databázi svátků ČR a 
pro ikony tlačítek a programu (kapitola 4). 
Výhody Qt:  
· Velká možnost přenositelnosti - Qt běží na mnoha nejrůznějších platformách 
·  Snadná kompilace – pro překlad stačí i „standardní“ kompilátor C++ (musí být k němu 
dodány knihovny Qt – při instalaci) 
· Automatická tvorba makefile – Qt projekt obsahuje soubor *.pro, který po zadání příkazu 
qmake vytvoří makefile přesně podle potřeb daného systému (cesty ke správnému 
kompilátoru) a pak jej stačí jen „klasicky“ přeložit 
· Snadná a efektivní tvorba GUI - velké množství základních komponent a signálů 
·  Podpora SSL a TLS šifrované komunikace 
·  Rozsáhlá dokumentace – dostupná na http://doc.trolltech.com/4.5/index.html 
3.3 OpenSSL 
Jde o open-source implementaci 
protokolů SSL a TLS. OpenSSL vytvořil 
The OpenSSL Projekt a je založena na 
SSLeay, které bylo vyvinuto Erikem A. Youngem a Timem Hudsonem. Celá knihovna je volně k 
dispozici na webových stránkách http://www.openssl.org. Tato knihovna napsaná v jazyce C je volně 
dostupná pro většinu operačních systémů (Microsoft Windows, Solaris, Linux, Mac OS X a operační 
systémy BSD). Existují i konvertory pro přenos knihovny pro jiné jazyky. OpenSSL je distribuováno 
s „duální licencí“ (jedna pod OpenSSL a druhá pod SSLeay), díky tomu má uživatel možnost volby, 
kterou bude využívat.  
OpenSSL obsahuje základní metody pro práci s nejrozšířenějšími kryptografickými 
algoritmy. Umožňuje pracovat s šiframi Blowfish, Camellia, DES, RC2, RC4, RC5, IDEA a AES, 
využívá kryptografické hashovací funkce MD5, MD2, SHA a MDC-2. OpenSSL využívá i Qt 
respektive síťová část, která má na starosti šifrovanou komunikaci a to QSsl a QSslsocket. Tyto 
knihovny poskytují základní rozhraní pro práci s OpenSSL v toolkitu Qt. 
Secure Sockets Layer SSL (vrstva zabezpečených socketů) je vrstva síťové komunikace 
vložená mezi transportní a aplikační vrstvu. Poskytuje prostředky pro vzájemnou autentizaci, ověření 
a šifrování toku dat. Používá se pro bezpečný (zašifrovaný) přenos informací mezi klientem a 
serverem (většinou internetovým, nebo z vnější sítě dostupným). Při komunikaci využívají obě strany 
dvojici klíčů (veřejný a privátní), přičemž veřejný slouží k šifrování zprávy a privátní používá jeho 
majitel k následnému dešifrování. Toto je princip asymetrického šifrování, které je základem SSL.  
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Transport Layer Security TLS (zabezpečená transportní vrstva) je následovníkem protokolu 
SSL. TLS slouží k vzájemné autentizaci, respektive se především autentizuje server, jako 
důvěryhodná autorita. Díky tomuto klient ví, s kým komunikuje. Autentizace se provádí pomocí 
výměny záznamů. Záznam může být zašifrován, může obsahovat autentizační kód. TLS většinou 
využívá certifikáty, které slouží k ověřování autorit. Aby mohl být certifikát schválen, musí být 
podepsán nějakou vyšší důvěryhodnou autoritou. Pokud není vyšší autorita k dispozici, může být 
podepsán sám sebou. 
Výhody OpenSSL: 
·  Snadná přenositelnost aplikací (velká podpora všech operačních systémů) 
·  Velký výběr šifrovacích algoritmů 
· Standardně obsahuje aplikace pro vytváření a podpis certifikátů 
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4  Návrh aplikace 
Následující kapitoly popisují jednotlivé zajímavé části a funkce aplikace. Grafické rozhraní klienta 
bylo vytvořeno pomocí Qt (kapitola 3.2), stejně tak i rozhraní serveru. Název klientské aplikace je 
Diar2010 a název serveru je server (+ přípona dle zvyklostí operačního systému). 
4.1 Důležité funkce aplikace 
V textu budou popsány důležité funkce, které aplikace využívá pro svou správnou funkci. 
Jednou ze základních funkcí, která má zásadní vliv na vzhled a chování aplikace je funkce 
hlavního okna OnTime(). Tato funkce je volána periodicky každou sekundu díky časovači. V této 
funkci se inicializuje překreslování hodin (následující kapitola 4.2), dále pak kontrola nastavení 
upozornění, zjištění a výpis událostí pro daný den. Funkce upozornění a výpisu událostí není 
prováděna samozřejmě každou sekundu, ale jen tehdy, když nastane změna v databázi kontaktů nebo 
událostí. Hodiny jsou ale překreslovány periodicky. 
Při nastavování upozornění se využívá uložení odkazu do databáze nejbližšího upozornění, 
kterou tvoří třída Alarm. Zde jsou uloženy indexy událostí, které mají naplánováno nejbližší 
upozornění a čas tohoto upozornění. Pro přesnost aplikace umožňuje na jeden čas naplánovat více 
upozornění najednou. Na tyto události je pak upozorněno pomocí zvukové signalizace a pomocí 
dialogového okna nebo pomocí hlášení v systémové oznamovací oblasti.  
Upozorňování na události 
Upozorňování na čas události se nastavuje u všech událostí samostatně, a pokud je toto upozornění 
nastaveno, bude uživatel vždy informován. Informován může být několika způsoby, jež se nastavují 
v nastaveních aplikace. Jedná se o typ hlášení (dialogové okno, systémová bublina) a druh zvukového 
upozornění (systémové pípnutí, vlastní zvuk ve formátu WAVE/WAV). Ne všechny funkce musí být 
dostupné. Některé systémy nepodporují všechny tyto metody. O této skutečnosti případné 
nekompatibility je uživatel informován a je nastaven takový typ, jaký daný systém zvládne (vždy je 
funkční dialogové okno/systémové pípnutí). Pro vlastní zvuk se využívá třídy QSound, která je 
součástí Qt. Tato třída nenabízí komfort multimediálního balíčku Phonon Multimedia Framework, 
který Qt také obsahuje, ale na rozdíl od něj je jeho implementace a používání ve většině systémů 
vcelku bezproblémové. Pro systémovou bublinu je využita QSystemTrayIcon. Tato třída umožňuje 
vytvoření systémové bubliny v systémové oznamovací oblasti. Toto podporuje většina moderních 
operačních systémů. 
Práce s databázemi 
Pro práci s databázemi kontaktů a událostí se využívají specializované funkce a třída Data, která 
implementuje celou propojenou databázi. Tato třída obsahuje dva seznamy typu Udalost (pro 
databázi událostí) a Kontakt (pro databázi kontaktů). Zde jsou implementovány základní funkce, 
které umožňují správné přidávání, odebírání a editace v databázi. Bližší informace o struktuře 
databáze zmíní práce později v následující kapitole 5. 
Nejprve je důležité pochopit definici kontaktů a událostí: „Kontakt je definován jménem nebo 
příjmením, ostatní parametry jsou volitelné“. „Událost je definována svým názvem a časem začátku, 
ostatní parametry jsou volitelné“. Tyto dvě definice určují funkci všech funkcí, které s databázemi 
pracují. Jde o dvojice funkcí, jedna pracuje s kontakty a druhá s událostmi. Jedny z nejzajímavějších 
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funkcí jsou getidk() a getidu(), jenž slouží pro generování volných identifikátorů. Dále je pak 
stěžejní funkce na propojování a vzájemnou kontrolu propoj_data(). Tato funkce má na starosti 
propojování databází, které bude vysvětleno v kapitole 5. 
4.2 Základní rozhraní klienta  
Rozhraní klientské aplikace tvoří základní kámen komunikace mezi uživatelem a databází. Cílem 
bylo vytvořit co možná nejefektivnější a nejpřehlednější rozhraní. Celá aplikace je v podstatě jedno 
okno s pevnou velikostí, v němž se zobrazují jednotlivé prvky. Celé rozhraní je navrženo tak, aby jej 
bylo možné ovládat pomocí klikání myši a to buď na jednotlivá tlačítka, nebo na výpisy.  
 
Hlavní okno programu 




Obrázek 15.1: Hlavní okno aplikace Diář 2010 
 
Obrázek 15.1 zobrazuje úvodní okno aplikace, které slouží jako přehled o událostech, které jsou 
naplánovány na aktuální den. Současně s tím zobrazuje kdo z kontaktů slaví narozeniny, či svátek 
(informace o svátku nebo narozeninách kontaktů se získávají přímo z databáze). Důležitou informací 
je, že údaj o oslavě svátku pod aktuálním datem nesouvisí s databází. V tomto případě je tento údaj 
zjištěn z databáze svátků, která je součástí aplikace a obsahuje seznam všech svátků v ČR. Tato 
databáze svátků je do aplikace přidána přes Qt resource systém (předchozí kapitola 3.2). 
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Zajímavým grafickým prvkem v úvodním okně je prvek ručičkových hodin. Tyto hodiny 
zobrazují aktuální čas. Informace o překreslování hodin vychází na popud časovače, který se stará 
také o kontrolu, zda již nastal čas na upozornění události. Hodiny jsou řešeny jako samostatný widget, 
jenž obsahuje kreslící plochu. Vykreslení je provedeno dle jednoduchého algoritmu. Nejprve je 
vykreslen číselník, poté ručičky dle jednoduchých vzorců 16.1, které slouží pro výpočet úhlu 
svíraného ručičkami hodin.  
 
6*_ sekundpocet=a  (16.1.1) 
6*_ minutpocet=b  (16.1.2) 
( ) ( )5,0*_30*_ minutpocethodinpocet +=d  (16.1.3) 
 
Vzorce 16.1: Vzorce pro výpočet úhlu ručiček hodin 
 
Vzorec 16.1.1 výpočet úhlu svíraného sekundovou ručičkou, 16.1.2 úhel svíraný minutovou ručičkou 





Obrázek 16.2: Okno kalendáře 
 
Obrázek 16.2 zobrazuje okno s kalendářem. Zde je jednou z nejzajímavějších částí tabulka s výpisy 
jednotlivých událostí. Události je možné zobrazovat ve třech náhledech. Je to zobrazení dne, kdy se 
pro vybrané datum zobrazí všechny události podle hodin; přehled týdne zobrazí vybraný týden; 
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přehled měsíce pak zobrazuje celý měsíc. V tabulce je použito barevné odlišení událostí pro lepší 
přehlednost o stavu události. Toto barevné značení je použito v každém výpisu, který aplikace 
používá. Bíle jsou označeny události, které probíhají, nejsou splněny, ale aktuální datum je menší než 
datum ukončení. Červeně jsou označeny nedokončené události. Tyto události nebyly splněny a termín 
vypršel. Zeleně jsou označeny události již splněné. Událost může být splněna i dříve než nastane 
termín prvního výskytu. O všechna tato zobrazení se stará funkce fillTables(). Její náplní je 
práce s databází kontaktů a výpočty při opakování událostí, aby byl zajištěn jejich správný výskyt 
(opakující se události mají jen jeden záznam v kalendáři a vyskytují se od zadaného data do data 





Obrázek 17.1: Okno adresáře 
 
Obrázek 17.1 zobrazuje okno adresáře. Adresář obsahuje výpis všech kontaktů v databázi a umožňuje 
jejich prohlížení a editaci. Při změně v databázi kontaktů je volána funkce hlavního okna 
fillContacts(), která má na starosti správné výpisy z této databáze. U výpisu kontaktů jsou 






Nápověda k ovládání a řízení aplikace je ve formě HTML stránky. Tato nápověda je dostupná pomocí 
prohlížeče v operačním systému, nebo v programu, kde přes menu nápověda spustí vlastní prohlížeč 
HTML, který je řešen přes QWebView.  
QWebView je třída Qt poskytující prostředky pro zobrazování webových stránek. Tato třída je 
součástí balíku QWebKit, který obsahuje interpret značkovacího jazyka HTML. Díky tomu, že je 
použit jazyk HTML, je nápověda snadno dostupná pro uživatele, i když nemá spuštěnou aplikaci. 
Cesta k adresáři, jenž obsahuje tuto nápovědu je nastavitelná (standardně je cesta k ní „. /help/“). Tato 
nápověda je přiložena k tomuto textu jako příloha 1.  
4.3 Exporty a importy 
Exporty databáze událostí se provádějí do třech druhů formátů. Jsou to iCalendar (detailně popsaný 
v kapitole 2), Nokia vCalendar (upravená verze vCalendaru) a Diář2010 (vlastní formát používaný 
aplikací, který bude detailně popsán v kapitole 5.3). Druh exportu může uživatel zvolit dle výběru, 
stejně tak má možnost zvolit, zda se bude exportovat celá databáze, či jen jednotlivé události. Může 
nastavit i to, zda se budou exportované události ukládat do jednoho souboru, nebo bude každá událost 
uložena v samostatném souboru. 
Při exportu do formátů iCalendar a Nokia vCalendar dochází ke ztrátě informací, které není 
možné dále uchovávat. Typickým odstraněním je systém závislostí (Nokia vCalendar nepodporuje 
systém propojení událostí). 
Nokia vCalendar 
Nokia vCalendar je upravená verze vCalendaru, se kterou pracují mobilní telefony značky Nokia. 
Export tedy není prováděn do formátu vCalendar, ale do tohoto upraveného formátu. Důležité 
upozornění, i když jsou si Nokia vCalendar a iCalendar  podobné, nejsou spolu kompatibilní. 
Specialitou vCalendaru, respektive Nokia vCalendaru je nutnost nastavení časové zóny (při 
opakování událostí). Standardně se nastavuje časová zóna +1 hodina (Střední Evropa) a +2 hodiny 
pro (Střední Evropa letní čas). Pro hodnotu +2 hodiny musí být navíc specifikována doba jejího trvání 
(začátek a konec letního času). Letní čas, je označení pro úpravu času (většinou posunutí o +1 
hodina) prováděnou v letních měsících.  
Pro Českou republiku v současnosti platí následující pravidla pro letní čas: 
· Začátek letního času je poslední neděle v březnu 
· Konec letního času je poslední neděle v říjnu 
· Časové posunutí +1 hodina 
 
Tato pravidla se vztahují na celou Střední Evropu, dle nařízení EU. Toto posunutí nastává vždy ve 
všech časových pásmech součastně v 1:00 UTC (tzn. 2:00 SEČ, resp. 3:00 SELČ). 
Výpočet letního času je nutný pro každý rok výskytu opakované události. K tomuto výpočtu 
slouží funkce třídy Cas, která definuje časové údaje v databázi. Funkce summerTime(int) a 
summerTime(int,QDate) jsou funkce používané při určování letních časů. summerTime(int) 
vypočítá, kdy nastane letní čas v daném roce a vrací stringovou informaci určenou pro Nokia 
vCalendar. summerTime(int,QDate) zjistí podle roku a data, zda daný den leží v letním časovém 




Export a import do formátu iCalendar probíhá obdobným způsobem jako u Nokia vCalendaru. 
Uživatel zvolí jaké události a kam se mají exportovat a aplikace dané události převede. Export i 
import je prováděn z a do standardního iCalendaru. To znamená, že nejsou využity žádné X-funkce, 
ale jen standardní metody (X-název funkce je funkce vytvořena vlastní úpravou iCalendaru a spadá 
do standardu, ale její chování záleží na navrhovateli). Všechny události jsou převedeny na 
komponentu VEVENT (kapitola 2.3). Při importu z tohoto formátu není kontrolována jeho striktní 
správnost. Jinak řečeno, není nezbytně nutné, aby daný obsah byl plně validní. Aplikace je navržena 
tak, aby byla schopna zpracovat i částečně chybný obsah (špatně ukončené řádky, nesprávné metody 
apod.). 
4.4 Server a síťová komunikace 
Následující kapitoly popisují rozhraní serveru a protokol pro přenos informací mezi klientem a 
serverem. Server slouží k zálohování databází kontaktů a událostí jednotlivých registrovaných 
uživatelů. Server pracuje se zabezpečenými SSL sockety pomocí OpenSSL (kapitola 3.3). Rozhraní 
serveru je čistě textové, jde o konzolovou aplikaci, která běží v nekonečné smyčce. Aplikace server 
vytváří databázi uživatelů a dále uchovává jejich databáze kontaktů a událostí ve formátu 
„login_kontakty.txt“ a „login_udalosti.txt“ v adresáři spolu s aplikací. Varování: 
databáze uživatelů a jejich hesla jsou uložena ve stejném adresáři, jako je aplikace server 
v nešifrované podobě. 
Komunikace na straně klienta 
Není součástí serveru. Jde o třídu a funkce na straně klienta, které umožňují komunikaci klienta se 
serverem. Pro tuto komunikaci je použit jednoduchý komunikační protokol. Klientovi je umožněno 
navázání spojení, registrace, přihlášení, odesílání a příjem databáze kontaktů a událostí. Klient vždy 
inicializuje spojení. 
Jádro serveru 
Jádrem serveru je myšleno hlavní vlákno aplikace, které vytváří další vlákna, která zajišťují 
komunikaci s jednotlivými klienty. Jádro má na starosti dvě základní funkce:  
· Sleduje nová příchozí spojení a k nim vytváří potomky pro jejich správu 
· Spravuje databázi uživatelů – umožňuje jim registraci a přihlašování 
 
Jádro serveru běží v nekonečné smyčce a při novém spojení vytvoří další vlákno, které zajišťuje 
komunikaci s klientem. Každý připojený klient je tedy obsluhován samostatným vláknem, což je 
základní podmínka konkurentního serveru (zvládá zpracovat více požadavků najednou). Od klientů 
dostává žádosti přes signál questionDatabaze(int,int,QString,QString). Tento signál 
definuje odesílatele, typ žádosti na databázi uživatelů (registrace / přihlašování), login a heslo 
uživatele. Jádro pak odpovídá vláknu pomocí dalšího signálu reply(int,bool), který identifikuje 
vlastníka a stav operace. 
Klientské vlákno 
Je vytvořeno jádrem na straně serveru a zajišťuje komunikaci s klientem pomocí jednoduchého 
komunikačního protokolu. Vlákno vznikne v okamžiku nového příchozího spojení na server a zaniká 
ukončením spojení (odpojením klientské aplikace). Ihned po vzniku vlákno převádí TCP komunikaci 
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na šifrovanou pomocí certifikátu, který je součástí aplikace přes resource soubor. Dále pak distribuuje 
veřejný klíč k šifrování komunikace ke klientovi a pak už jen čeká na jednotlivé pokyny od klienta. 
Jeho hlavní náplní je čekání na příchozí data a jejich rychlé zpracování a odeslání odpovědi. K tomu 
slouží funkce slot_readyRead(). Tato funkce přijímá a parseruje přijatá data a určuje jaký 
požadavek má klient. 
Komunikační protokol 
Je to jednoduchý protokol navržený pro efektivní komunikaci mezi klientem a serverem. Obsahuje 
jednoduchá pravidla, která jasně definují jednotlivé operace. Důležité upozornění: veškerá přenášená 
data jsou v textové podobě a jsou kódována do UTF-8 (viz. dále kapitola 5.2). Pro přenos je využit 
šifrovaný SSL socket. 
Navázání komunikace – je na straně klienta, který vytvoří spojení a očekává potvrzení od 
serveru, odpověď ve formátu „OK\n“ nebo „ERROR\n“. 
Registrace a přihlášení – zde je vyžadováno přihlašovací jméno a heslo. Registraci začíná 
klient posláním zprávy „regisu\n“, přihlášení se provádí pomocí zprávy „loginu\n“. Za nimi pak 
následuje přihlašovací jméno a heslo, oboje ukončené znakem „\n“. Odpověď serveru je „OK\n“ při 
úspěchu, nebo „ERROR\n“ při neúspěchu. 
Posílání databází je již složitější. První je poslána zpráva „sendKon\n“ pro posílání kontaktů, 
nebo „loadKontakt\n“ pro příjem kontaktů ze serveru. „sendUda\n“ pro poslání událostí na server a 
„loadUdalost\n“ pro příjem událostí ze serveru. Za těmito zprávami pak následují samotná data 
kontaktů a událostí. 
4.5 Zhodnocení implementace 
Programová část práce obsahuje celkem 65 souborů (46 pro Diar2010 a 17 pro server). Z nich většinu 
tvoří ručně psané zdrojové texty (seznam a popis těchto souborů je viz. příloha 2). Obě aplikace 
vyhovují zadání i specifikovaným cílům (kapitola 1.2). 
Největší problémy s kompilací a spouštěním aplikace je na počítačích s operačním systémem 
Windows, který neobsahuje OpenSSL. Tato knihovna je nezbytná pro správnou funkci síťové 
komunikace. Dále je zde úskalí nutnosti správné instalace (překladu) toolkitu Qt 4.5 (ideálně ze 
zdrojových textů). Upravený binární instalační balík Qt pro Windows neobsahuje důležité knihovny 
pro práci se SSL sockety a neumožňuje tudíž bezproblémový překlad aplikace. Bezproblémový 
překlad aplikace zajišťuje ideálně GNU překladač C++ MinGW s integrovanými knihovnami Qt (jsou 
dodány při instalaci Qt). Jiné překladače standardně Qt nepodporuje. 
Největší problémy při implementaci tvořila grafická část klienta (Diar2010), respektive 
systém velikosti fontů, který na různých typech operačních systémů vypadal vždy jinak, stejně tak i 
standardní velikosti jednotlivých ovládacích prvků. Z tohoto důvodu byly všechny velikosti fontů a 
umístění jednotlivých prvků ve všech oknech aplikace dobře specifikovány, odzkoušeny a odladěny 
na různých typech operačních systémů (Windows XP SP3, Windows Vista SP1 Home Premium, 
Mandriva Linux 2009, FreeBSD a Cygwin 1.7.5).  
 21 
5 Struktury pro záznam událostí a 
kontaktů 
Prvním důležitým úkolem bakalářské práce bylo navrhnout struktury pro záznam událostí a kontaktů. 
S nimi bylo důležité navrhnout i databázi, do které se budou tyto záznamy moci ukládat a jejíž 
souborový výstup bude pro člověka snadno editovatelný a srozumitelný. Následující kapitoly se 
zabývají jednotlivými částmi tohoto návrhu. 
5.1 Databáze kontaktů 
Při návrhu databáze kontaktů bylo prvním úkolem určit, jaké informace bude potřeba uchovávat. 
Cílem bylo vytvořit co nejefektivnější podobu struktury této databáze. Bakalářská práce vycházela 
z poznatků získaných studiem již existujících řešení, z nichž některá byla představena v kapitole 1.1.  
Databáze kontaktů obsahuje základní informace o lidech, jaké většinou obsahují podobné 
adresářové programy. Základní informace, které obsahuje databáze, jsou tedy jméno a příjmení. Tyto 
parametry jsou typu String. Dalšími důležitými informacemi jsou informace o datech svátku a 
narozenin. Tyto informace umožňují naplánovat připomenutí narozenin a svátků jednotlivých 
kontaktů (informace o svátku nebo narozeninách se nezaznamenává do databáze událostí, o niž se 
zmiňuje práce později). Narozeniny obsahují informaci ve formátu „den.měsíc.rok“, zatímco u svátku 
je uchován jen „den.měsíc“. Zajímavou informací, kterou uchovává databáze, je informace o typu 
skupiny, do níž daný kontakt patří. Dalšími uchovávanými informacemi je adresa, telefonní spojení, 
e-mailová adresa, ICQ a SKYPE číslo. Kontakty jsou pak v databázi jednoznačně identifikovány 
prostřednictvím ID, které je kontaktu přiděleno v okamžiku jeho vytvoření. Základní struktura 
databáze je tedy nastíněna. Nyní bylo potřeba navrhnout k ní odpovídající souborový výstup, který 
bude splňovat podmínky zadání, a to člověkem čitelný, editovatelný a srozumitelný formát. Na výběr 
bylo hned několik možností a to XML, binární soubor, nebo strukturovaný text. 
XML 
XML= Extensible Markup Language (rozšiřitelný značkovací jazyk). Vyvinulo jej konsorcium 
W3C, a jde o zjednodušení staršího jazyka SGML. XML je univerzální značkovací jazyk (jazyk, 
který obsahuje kromě vlastního textu i informace nutné k jeho zpracování). 
Výhody XML:  
·  Standardizovaný formát, který není závislý na žádném specializovaném softwaru a ani na 
cílové platformě 
·  Velké množství formátovacích značek umožňující snadné zvýraznění důležitých informací 
· Umožňuje automatickou kontrolu dodržení formátu (pokud budou specifikovány vlastní 
formátovací značky) 
· Kódování českých znaků - je možnost použít jakoukoliv znakovou sadu, která bude 
specifikována v hlavičce XML 
· Zpracování programem 
 
Nevýhody XML:  
·  Horší možnost editace (standardní prohlížeče XML neumí editovat záznamy, respektive 
umožňují, ale je zde nutná znalost XML syntaxe) 
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· Z předchozího vyplývá nutnost používat specializovaný editor (proč už nepoužívat samotné 
programové řešení?) 
· Nutnost znát alespoň základní syntaxi XML 
 
Z tohoto vyplývá, že XML by nebylo příliš vhodnou variantou pro vytvoření databáze, která by 
splňovala všechny podmínky zadání. 
Binární soubor 
Tohoto způsobu využívá mnoho ostatních řešení. Binární soubor databáze znamená, že databáze je 
kódována jako binární data (bez textové podoby). Binární data mohou obsahovat veškeré možné 
informace, které jsou poté zpracovány počítačovým programem. 
Výhody binárního souboru: 
·  Snadná implementace a zpracování 
· Spolehlivá integrace českých znaků (uložených v binární podobě) 
·  Spolehlivý a jednoduchý přenos databáze přes síť a na jiné platformy 
 
Nevýhody binárního souboru: 
·  Nemožnost editovat a číst jinak než přes program (neodpovídá zadání) 
· Jakýkoliv zásah přes textový editor způsobí zničení databáze 
 
Binární soubor databáze není vůbec vhodnou variantou, co se týká člověkem čitelných záznamů, zato 
nabízí mnoho předností. Z důvodů zadání a specifikovaných cílů (kapitola 1.2); není binární podoba 
databáze vhodným řešením. 
Strukturovaný textový soubor 
Prostý textový soubor je přesným opakem binárního souboru. Soubor obsahuje pouze samotný text 
bez zvláštních formátovacích značek, a proto není nutné jej nijak dále zpracovávat. Strukturovaný 
textový soubor označuje, že jsou v něm vytvořeny zvláštní formátovací značky, které jsou jen 
„textovými“ informacemi, ale mají pro pochopení obsahu zvláštní význam. 
Výhody textového souboru: 
·  Není nutné zvláštní zpracování (zvládne jej zpracovávat každý textový editor např. PSPad, 
Notepad i Kate) 
·  Snadné čtení pro člověka 
·  Jednoduché možnosti editace, neboť každý operační systém disponuje jednoduchými 
textovými editory 
 
Nevýhody textového souboru: 
·  Složité řešení kódování českých znaků – musí být správně nastaven druh kódování 
·  Multiplatformní přenos databáze 
·  Nutnost ovládat základní syntaxi formátu (při příliš složité syntaxi, velká zátěž pro člověka) 
 
Strukturovaný textový soubor nabízí snadné zobrazení informací pro člověka za cenu problémů 
s kódováním znaků. Nicméně toto řešení přesně vyhovuje všem podmínkám zadání i specifikovaným 
cílům bakalářské práce, a proto bude celá databáze řešena jako prostý textový soubor. 
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5.2 Popis formátu databáze kontaktů 
Databáze kontaktů je reprezentována strukturovaným textovým souborem, který obsahuje 
jednoduchou syntaxi, aby byla zachována podmínka snadného zpracování člověkem. Základní 
podmínkou pro správné zpracování je nutné daný textový soubor kódovat pomocí Unicode respektive 
UTF-8, jinak nebude zaručeno správné zobrazení a zpracování českých znaků.  
Unicode a UTF-8, jedná se o tabulku, jenž obsahuje znaky všech světových abeced, 
v současnosti má více než 100 000 znaků. UTF-16 je základním kódovým formátem, který obsahuje i 
speciální bity, které definují formátování textu. Pro přenosy prostých textových souborů je vhodnější 
a také častěji používané kódování UTF-8, které je jeho zjednodušením. UTF-8 kóduje české znaky 
bez diakritiky na 1byte a znaky s diakritikou na 2 byty. 
Následující příklad 23.1 je demonstrací jak může vypadat záznam kontaktu v databázi. 
Důležité je upozornění, že všechny kontakty jsou uloženy v jednom textovém souboru a jsou od sebe 
navzájem odděleny prázdným řádkem (znakem „\n“). Tento řádek nemá žádný význam pro 
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Příklad 23.1: Ukázka obsahu databáze kontaktů 
 
Jak je na příkladu 23.1 patrné, syntaxe databáze je velmi jednoduchá proto, aby byl záznam snadno 
čitelný i naprostému laikovi (nezasvěcené osobě, která ještě tento formát předtím neviděla). První 
položkou je ID, díky tomuto záznamu je každý kontakt jednoznačně označen. Jeho hodnota je pouze 
celé číslo, které může nabývat jen kladné hodnoty. Toto číslo je automaticky generováno programem, 
který databázi vytváří, případně jej může uživatel zadat přímo v souboru s databází kontaktů (pokud 
není specifikováno, nebo je nastaveno na 0, bude programem automaticky vygenerováno). Na tyto 
identifikátory se odkazuje databáze událostí (o tom se zmíní práce později). Parametry JMENO a 
PRIJMENI jsou textové hodnoty (jedna z těchto dvou hodnot musí být specifikována, jinak je daný 
záznam neplatný). SKUPINA obsahuje číselný odkaz na definovanou skupinu. ADRESA, 
TELEFON, EMAIL, ICQ a SKYPE jsou opět pouhé textové hodnoty a mohou obsahovat jak čísla, 
tak znaky. Toto umožňuje zadat více čísel i s jednoduchými poznámkami. DATUMNAROZENI 
slouží k výpočtu věku kontaktu a umožňuje automaticky naplánovat upozornění na den narozenin 
kontaktu. Zajímavostí je, že se informace o narozeninách neukládá do databáze událostí; obdobně je 
tomu u svátku. DATUMSVATKU obsahuje datum, kdy daný kontakt má svátek. Důležité je u data 
narozenin i svátku zachovat správný formát a to „den.měsíc. rok“, nebo „den.měsíc.“. 
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5.3 Databáze událostí 
Na databázi událostí byly kladeny podobné požadavky jako na databázi kontaktů. Nejprve bylo nutné 
určit, jaké informace bude potřeba zaznamenávat a jak budou tyto informace reprezentovány. Opět 
zde práce vycházela z poznatků získaných z podobných řešení z kapitoly 1.1.  
Databáze událostí tedy obsahuje základní informace o jednotlivých plánech a událostech, 
které obsahuje daný kalendář. Navíc je zde potřeba uchovávat informace o stavu těchto plánů. Další 
důležitou součástí jednotlivých událostí musí být odkazy do databáze kontaktů, aby bylo možné určit, 
kdo je řešitelem projektu. Dále je nutné uchovávat podobné odkazy na další události, na jejichž 
splnění je daná událost závislá (o těchto odkazech se zmíní práce později v následující kapitole 5.4).  
Databáze událostí je také reprezentována textovým souborem, jako je tomu u databáze 
kontaktů, tedy s kódováním UNICODE respektive UTF-8. Následující příklad 24.1 demonstruje 
možnou podobu záznamu v databázi událostí. 
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[POZNAMKA]:Přijít v obleku 




Příklad 24.1: Ukázka obsahu databáze událostí 
 
Jak je z příkladu 24.1 zřejmé, struktura databáze událostí je podobná struktuře databáze kontaktů. ID 
je jednoznačný identifikátor události, na tento identifikátor se pak odkazují další události (viz. 
následující kapitola 5.4). Tento identifikátor je vždy automaticky zvolen, nebo je přímo zadán 
uživatelem v souboru s databází událostí. NAZEV pak obsahuje název události, který bude 
zobrazován v přehledu. Každá událost musí mít definovaný název a datum začátku. ZACATEK je 
typu DATETIME, obsahuje datum a čas začátku události. Na toto datum je pak nastaven čas 
upozorňování. KONEC je podobný jako ZACATEK, obsahuje datum ukončení události. 
OPAKOVANI, tato metoda definuje, jaká intenzita bude opakování událostí. Může obsahovat pouze 
tyty hodnoty bez opakování, každý den, 1x za týden, 1x za měsíc, 1x za rok a 1x za 
dva týdny. Tato intenzita ovlivňuje míru výskytů události mezi zadanými daty. UPOZORNENI 
obsahuje hodnoty ANO, pro záznam že má být na událost upozorněno a NE pro neupozorňování. 
Upozornění se vztahuje na čas, který je specifikován metodou ZACATEK. V případě, že je nastaveno 
opakování, tak i na jednotlivé výskyty událostí; čas upozornění je pak vztáhnut na čas začátku, dojde 
jen ke změně data. POZNAMKA obsahuje libovolný textový řetězec, který je omezen na jeden řádek, 
a který může nabývat libovolné textové hodnoty. STAV obsahuje informaci o stavu události, může 
obsahovat dvě hodnoty nesplněno a splněno. Metody IDJEZAVISLA a IDRESI budou 
vysvětleny v následující kapitole 5.4. 
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5.4 Závislosti v databázi událostí 
Tato kapitola se zabývá vysvětlením závislostí, které obsahuje databáze událostí. Tyto závislosti 
propojují jednotlivé události s kontakty a navzájem události mezi sebou. Závislosti v databázi jsou 
vytvářeny dvěma metodami a to metodou IDJEZAVISLA a metodou IDRESI. 
Metoda IDJEZAVISLA obsahuje ID odkazy na události, které obsahuje databáze, na jejichž 
splnění je daná událost závislá (např. implementace bude záviset na návrhu). Tato závislost je 
reprezentována logickou funkcí AND. To znamená, že všechny zde uvedené události musí být 
splněny, aby mohla být označena daná událost také jako splněná. Toto však není nutnou podmínkou, 
ve zvláštních případech je vhodné tento stav ignorovat, na přání uživatele, ale i tak bude o této 
skutečnosti (nesplnění dílčích událostí) informován. Jako jednotlivé identifikátory jsou použity 
hodnoty ID jednotlivých událostí, které se nesmějí opakovat a musí být tyto události v jednom 
souboru databáze. V případě opakování záznamu ID, jsou duplicitní záznamy odstraněny, stejně tak 
se odstraní i případně zadané stejné ID jako má samotná událost, neboť události nemohou být závislé 
samy na sobě. K odstranění závislostí dojde i u neexistujících událostí. 
Metoda IDRESI obsahuje ID odkazy do databáze kontaktů. Tato metoda propojuje kontakty a 
události, respektive události s kontakty. Cílem metody je zaznamenávat informace o tom, kdo daný 
úkol řeší, s kým je naplánovaná schůzka apod. Opět zde platí podobný postup pro zrušení záznamů 
v případě, že daný kontakt není v databázi kontaktů, nebo když je jeden záznam zadán vícekrát. 
Upozornění: databáze kontaktů je uložena v samostatném souboru (odděleně od databáze událostí).  
Tyto závislosti pak mají další dopad na chování aplikace pracující s databází. Jedním z 
důležitých úkolů je hlídání rušení (mazání) záznamů jak u kontaktů, tak i u událostí. Uživatel musí 
být informován, že jsou na tomto kontaktu, nebo události jiné události závislé a pak na jeho žádost 
bude tento záznam odstraněn a událost nebo kontakt bude smazán. Další funkce závislostí byly 
vysvětleny dříve.  
5.5 Zhodnocení srozumitelnosti výstupu 
To zda je či není daný výstup pro člověka srozumitelný je komplikovaný problém. Vzhledem k 
získaným poznatkům lze usoudit, že toto řešení databáze kontaktů a událostí je dostatečně přehledné a 
pro člověka snadno čitelné. Samotná data (události i kontakty) jsou v textovém výstupu databáze 
seřazeny podle hodnoty ID. Toto seřazení není jen pouhou náhodou, ale slouží i ke snadnému hledání. 
U událostí se totiž uchovávají ID odkazy na kontakty a události viz. předchozí kapitola 5.4. Kdyby 
byly kontakty seřazeny např. podle abecedy, bylo by obtížné takový kontakt vyhledat. To samé platí 
pro databázi událostí. I hodnoty uchovávané Metodami IDRESI a IDJEZAVISLA jsou seřazeny 
podle jejich hodnot, kvůli lepší přehlednosti a také kvůli efektivnějšímu zpracování. Další pomoc 
srozumitelnosti skýtá jednoduchá syntaxe obou formátů, která je téměř totožná. Dalším pomocníkem 
pro přehlednost databáze je „prázdný“ řádek, který odděluje jednotlivé záznamy. Tento řádek není 
nijaký důležitý oddělovač, jeho funkcí je pouze usnadňovat člověku čtení celé databáze a zvyšovat 
přehlednost celého textu. Problémovým bodem je zadávání časů. Zde je nutné dodržet předepsaný 
formát tzn. „den.měsíc.rok hodina:minuta“, nebo „den.měsíc.rok“. Jinak nebudou tyto informace 
akceptovány. 
Jak databáze kontaktů, tak i databáze událostí mají jen jednoduché požadavky pro správnost 
údajů. Celý systém je navržen tak, aby umožňoval snadnou opravu chyby, kterou by uživatel mohl 
zanést do databáze přímou editací. U databáze kontaktů jde o to, aby byl kontakt definován buď 
jménem, nebo příjmením. Ostatní informace mohou v případě chyby být ignorovány bez informace 
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uživatele. U databáze událostí musí mít událost název a datum začátku, ostatní informace jsou 
v případě chyb opraveny automaticky.  
Důležitým aspektem správné funkce obou databází je dodržení kódování UTF-8. Jinak nebude 
databáze správně zpracována a může a zřejmě i nastane problém se zobrazením českých znaků. Obě 
databáze jsou snadno přímo editovatelné jakýmkoliv textovým editorem. 
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6 Závěr 
Zadání bakalářské práce bylo splněno. Prvními dvěma úkoly zadání bylo navrhnout struktury 
pro záznamy událostí a navrhnout k nim souborový výstup srozumitelný člověku. Tento návrh 
popisuje kapitola 5. Dalším požadavkem zadání bylo navrhnout a implementovat aplikaci, která by 
s navrženým formátem pracovala. Návrh a implementace této aplikace jsou detailně popsány 
v kapitole 4. Cílem bylo vytvořit multiplatformní aplikaci, která bude splňovat jak podmínky zadání, 
tak i stanovené cíle z kapitoly 1.2. Zhodnocení implementace je v kapitole 4.5. Jedním z největších 
problémů při tvorbě aplikace sebou nesl požadavek na její multiplatformní přenos. Ale i ten byl 
nakonec díky použitému toolkitu Qt vyřešen. Důležité je však upozornit, že aplikace vyžaduje pro 
svou bezproblémovou kompilaci Qt 4.5. U jiné verze toolkitu Qt není bezproblémový překlad 
zaručen. Čtvrtým důležitým požadavkem bylo generování záznamů v několika standardních 
kalendářových formátech. Jsou to formáty iCalendar (popsaný v kapitole 2) a Nokia vCalendar 
(formát odvozený od vCalendaru používaný v mobilních telefonech značky Nokia).  
Stále je co vylepšovat. Do budoucna by mohla být aplikace rozšířena například v těchto 
směrech: 
· Vytvoření skupin uživatelů na serveru a tyto skupiny by umožňovaly plánovat speciální 
společné události 
· Generování dalších typů výstupu dat (XML, PostScript, …) 
· Rozšířená vzdálená správa dat na serveru pro administrátora (posílání zapomenutého hesla, 
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Příloha 1 - Manuál 
 
Instalace a překlad programu 
Program pro svůj překlad potřebuje překladač C++ a nainstalovaný toolkit Qt ve verzi 4.5, 
s integrovanými knihovnami pro práci s QSll. Samotný překlad se skládá ze dvou kroků: 
· vygenerování makefile přes příkaz qmake (překladač Qt) 
· přeložení přes překladač C++ pomocí vygenerovaného makefile 
Hlavní okno 





V okně přehledu je možné sledovat záznamy v kalendáři pro aktuální datum. Tyto záznamy je možné 
vytvářet a editovat stiskem příslušných tlačítek, nebo poklepáním na daný záznam. 







Slouží k přehledu naplánovaných událostí. 
 
 
Je zde možnost sledovat tři základní zobrazení 
· Zobrazení dne ukazuje všechny události naplánované na vybrané datum 
· Zobrazení týdne zobrazuje události naplánované ve vybraném týdnu 
· Zobrazení měsíce pak zobrazuje události naplánovány v konkrétním měsíci 
Události jsou barevně odlišeny: bílá = probíhající, zelená = dokončená, červená = nesplněná 
Adresář 




V levém sloupci se nachází seznam událostí. V něm se označí události určené k exportu. Cesta 
zobrazená vpravo nahoře, ukazuje adresář, kam se budou exportované události ukládat. Příslušným 




Je zde možné nastavit cestu k databázi kontaktů a databázi událostí, cestu k souboru s nápovědou, 






Soubor Základní funkce standardní aplikace 
Import Umožňuje import do databáze 
Server Práce se vzdáleným serverem 
Nápověda Poskytuje potřebné informace 
 
Soubor: 
· Uložit změny – uloží všechny změny v adresáři a kalendáři 
· Otevřít databázi kontaktů 
· Otevřít databázi událostí 
· Konec – ukončení aplikace 
Import: 
· Import Nokia – importuje události ze souboru ve formátu Nokia vCalendar 
· Import iCalendar – importuje události ze souboru ve formátu iCalendar 
· Import Událostí Diář 2010 – importuje události z vlastní databáze 
· Import Kontakty Diář 2010 – importuje kontakty z vlastní databáze 
Server: 
· Registrace na server – vytvoření nové registrace na serveru 
· Přihlášení k serveru – přihlásí uživatele k serveru 
· Odeslat databázi kontaktů na server 
· Odeslat databázi událostí na server 
· Načíst databázi kontaktů ze serveru 
· Načíst databázi událostí ze serveru 
Nápověda: 
· Nápověda - otevření nápovědy 
· O aplikaci Diář 2010 – základní informace o aplikaci 
· O Qt 
 
Registrace / přihlašování na server 







Příloha 2 – Seznam zdrojových souborů 
 
Diar2010 
Název souboru Stručný popis 
Velikost v 
řádcích 
AlarmDialog.cpp okno pro upozorňování - implementace 67 
AlarmDialog.h okno pro upozorňování - třída 42 
aboutdialog.cpp okno s informacemi o aplikaci - implementace 44 
aboutdialog.h okno s informacemi o aplikaci - třída 35 
calendar.pro Qt projekt pro překlad Diar2010 57 
cas.cpp systém pro práci s časovými údaji 289 
cas.h systém pro práci s časovými údaji - třída 46 
contact.cpp okno pro práci s kontakty 358 
contact.h okno pro práci s kontakty - třída 79 
data.cpp konstanty 281 
data.h konstanty - třída 145 
event.cpp okno pro práci s událostmi 433 
event.h okno pro práci s událostmi - třída 87 
kontakt.cpp popis kontaktu 99 
kontakt.h popis kontaktu - třída 51 
loadkontaktdialog.cpp okno pro výběr kontaktů se shodným ID 199 
loadkontaktdialog.h okno pro výběr kontaktů se shodným ID - třída 54 
loadudalostdialog.cpp okno pro výběr událostí se shodným ID 132 
loadudalostdialog.h okno pro výběr událostí se shodným ID - třída 53 
logo.png ikona aplikace - 
main.cpp inicializace aplikace 29 
mainwindow.cpp hlavní okno aplikace 3352  
mainwindow.h hlavní okno aplikace - třída 180 
networkclient.cpp komunikace se serverem 640 
networkclient.h komunikace se serverem - třída 62 
pages.cpp stránky zobrazené v hlavním okně 727 
pages.h stránky zobrazené v hlavním okně - třída 152 
registrationdialog.cpp okno pro registraci / přihlášení na server 185 
registrationdialog.h okno pro registraci / přihlášení na server - třída 57 
relationdialog.cpp okno pro editaci řešitelů 312 
relationdialog.h okno pro editaci řešitelů - třída 63 
relationdialogevent.cpp okno pro editaci závislostí událostí 392 
relationdialogevent.h okno pro editaci závislostí událostí - třída 64 
struktury.cpp databáze událostí a kontaktů 597 
struktury.h databáze událostí a kontaktů - třída 76 
svátky.txt databáze svátků - 
systray.qrc resourse soubor s databází svátku a ikonami 16 
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testSoundDialog.cpp okno pro test přehrávání alarmu 68 
testSoundDialog.h okno pro test přehrávání alarmu - třída 42 
tl_adresar.png tlačítko adresář - resourse soubor - 
tl_export.png tlačítko export - resourse soubor - 
tl_kalendar.png tlačítko kalendář - resourse soubor - 
tl_nastaveni.png tlačítko nastavení - resourse soubor - 
tl_prehled.png tlačítko přehled - resourse soubor - 
udalost.cpp popis události 301 
udalost.h popis události - třída 62 




Náze souboru Stručný popis 
Velikost v 
řádcích 
cert.pem certifikát pro šifrovanou komunikaci - 
certifikate.qrc resourse soubor s certifikáty 9 
key.pem šifrovací klíč k certifikátu - 
kontakt.cpp popis kontaktu pro server 39 
kontakt.h popis kontaktu pro server - třída 41 
main.cpp spuštění serveru 51 
networkserver.cpp komunikace s klienty 486 
networkserver.h komunikace s klienty - třída 57 
server.cpp jádro serveru - implementace funkcí 85 
server.h jádro serveru - třída 42 
server.pro Qt projekt pro překlad serveru 34 
struktury.cpp databáze kontaktů a událostí - implementace funkcí 412 
struktury.h databáze kontaktů a událostí - třída 48 
udalost.cpp popis události pro server 37 
udalost.h popis události pro server - třída 40 
userdatabase.cpp databáze uživatelů serveru 204 
userdatabase.h databáze uživatelů serveru -třída 50 
Celkem řádků 1635 
 
Velikost v řádcích udává velikost zdrojového textu včetně formátování a komentářů. 
