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Resumen 
Este documento refleja la memoria del Trabajo de Final de Máster de los estudios de 
máster: Master Universitario en Ingeníeria de Sistemas Automáticos y Electrónica 
Industrial (MUESAEI), de la Universidad Politécnica de Catalunya (UPC), cursado en la 
Escuela Superior de Ingenierias Industriales, Aeroespaciales i Audiovisuales de Terrassa 
(ETSEIAAT).  
El contenido del proyecto consiste en el estudio del control de actitud del quadrotor 
AscTec Hummingbird, el cual tiene como objetivo establizar la orientación de la 
aeronave, utilizando la plataforma de ROS (Robotic Operating System). 
En los primeros capítulos encontraremos detallados los elementos que componen el 
quadrotor así como una introducción a los conceptos básicos del funcionamiento de la 
plataforma de ROS. Posteriormente, se desarrolla las ecuaciones no lineales que definen 
la dinámica y cinemática  del quadrotor para el desarrollo de un simulador no lineal en 
Matlab Simulink que permita observar la actuación del controlador de actitud bajo 
diferentes situaciones. 
Una vez presentado el modelo no lineal, se procede a linealizar el sistema para obtener 
un modelo más sencillo que permita el diseño del control de actitud mediante PID y 
técnicas de control óptimo como el control LQR a través de una estructura de control 
que habilite la actuación directa sobre los rotores del quadrotor utilizando consignas de 
actitud. 
Finalmente, se describe una série de modificaciones al stack asctec_mav_framework de 
ROS y un algoritmo de control en C++ para implementar sobre el sistema real los 
controladores de actitud desarrollados a lo largo del proyecto. 
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Lista de acrónimos 
 AscTec: Ascending Technologies. 
 ACI: AscTec Comunication Interface. 
 BLCD: Brushless direct current. 
 BSD: Berkeley Software Distribution. 
 COG: Centro de gravedad o Center of Gravity 
 ESEIAAT: Escuela Superior de Ingenierías Industrial, Aerospacial y Audiovisual de 
Terrassa. 
 ESC: Electronic Speed Controller. 
 EKF: Extended Kalman Filter o Filtro Extendido de Kalman. 
 GPS: Global Positioning System o Sistema de Posicionamiento Global. 
 HL: High Level. 
 HLP: High Level Processor. 
 IMU: Inertial Measurement Unit o Unidad de Medida Inercial. 
 Li-Po: Lithium-ion Polymer. 
 LL: Low Level. 
 LLP: Low Level Processor. 
 LQR: Linear Quadratic Regulator.  
 LTI: Linear Time – Invariant. 
 MATLAB: Matrix Laboratory. 
 MOSFET: Metal-oxide-semiconductor Field-effect transistor. 
 MPL: Max. Payload o Carga máxima. 
 MTOW: Max. take-off weight o Peso máximo al despegue. 
 MUESAEI: Máster universitario en Ingeniería de Sistemas Automáticos y 
Electrónica Industrial. 
 NED: North – East – Down. 
 P: Proportonial o Proporcional. 
 PD: Proportional – Derivative o Proporcional – Derivativo. 
 PI: Proportonial – Integral o Proporcional – Integral 
 PID: Proportonial – Integral – Derivative o Proporcional – Integral – Derivativo. 
 ROS: Robot Operating System. 
 RTK: Real Time Kinematics 
 SAC: Sistemas Avanzados de Control. 
 TCM: Teoría de cantidad de movimiento. 
 TEP: Teoría del elemento de pala. 
 TFM: Trabajo Final de Master. 
 UAV: Unmanned Aerial Vehicle o Vehículo Aero no tripulado. 
 UPC: Universidad Politécnica de Catalunya. 
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Lista de símbolos 
𝑎 Pendiente de elevación. 
𝑎𝐵 = {?̇?, ?̇?, ?̇?} Aceleración lineal descrita en Body Frame. 
𝑎𝐸 = {?̈?, ?̈?, ?̈?} Aceleración lineal descrita en Earth Frame. 
𝐴 Área del quadrotor. 
𝐶𝑑̅̅ ̅ Coeficiente de drag. 
𝐶𝑑𝑓 Coeficiente de la fuerza de drag. 
𝐶𝐻𝑗  Coeficiente de Hub. 
𝐶𝑄𝑗  Coeficiente del momento de arrastre. 
𝐶𝑅𝑗 Coeficiente del momento de balanceo. 
𝐶𝑇𝑗  Coeficiente de Thrust. 
𝐹𝐵 Sistema de referencia Body Frame. 
𝐹𝐵 = {𝐹𝑥𝐵, 𝐹𝑦𝐵, 𝐹𝑧𝐵} 
Fuerzas totales descritas en sistema de referencia Body 
Frame. 
𝐹𝑑𝑟𝑎𝑔 Fuerzas de drag o arrastre. 
𝐹𝐸 Sistema de referencia Earth Frame. 
𝐹𝐸 = {𝐹𝑥𝐸 , 𝐹𝑦𝐸 , 𝐹𝑧𝐸} 
Fuerzas totales descritas en sistema de referencia Earth 
Frame. 
𝐹𝑔 Fuerza de gravedad. 
𝐹𝑔𝐵 Fuerza de gravedad descrita en Body Frame. 
𝑔 Aceleración de la gravedad. 
ℎ 
Distancia entre el plano horizontal del rotor y el CoG de 
este. 
ℎ𝐸  Momento angular descrito en Earth Frame. 
ℎ𝐵  Momento angular descrito en Body Frame. 
𝐻𝑗 Fuerzas de Hub. 
𝑖 Corriente del motor. 
𝐼𝑡 Inercia total del motor. 
𝑗 Índice del rotor. 
𝐽 Matriz de inercias del quadrotor. 
𝐽𝑟 Inercia del rotor. 
𝐾𝑒 Coeficiente de fuerza electromotriz. 
𝐾𝑓 Coeficiente de fricción del motor. 
𝐾𝑇 Coeficiente de par motor. 
𝑙 
Longitud del centro del rotor al centro de masas del 
quadrotor. 
𝐿 Inductancia del motor. 
𝑚 Masa. 
𝑂𝐵 Origen del sistema de referencia Body Frame. 
𝑂𝑁𝐸𝐷 Origen del sistema de referencia Earth Frame. 
𝑃𝐸 = {𝑋, 𝑌, 𝑍} Posición. 
𝑄𝑚𝑗  Momento de arrastre o drag momento. 
𝑅 Radio descrito de las palas. 
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𝑅𝑚𝑗  Momento de balanceo o Rolling moment. 
𝑅𝑚𝑜𝑡 Resistencia eléctrica del motor. 
𝑆 Superficie descrita por las palas. 
𝑇𝐵 Fuerza de Thrust total descrita en Body Frame. 
𝑇𝑗 Fuerza de Thrust o empuje. 
𝑇𝐿 Par de carga del motor. 
𝑣 Velocidad relativa al aire. 
𝑣𝑖  Velocidad inducida. 
𝑣𝑟 Velocidad del rotor. 
𝑉𝐵 = {𝑢, 𝑣, 𝑤} Velocidad lineal descrita en Body Frame. 
𝑉𝐸 = {?̇?, ?̇?, ?̇?} Velocidad lineal descrita en Earth Frame. 
𝑉𝑠 Tensión de alimentación del motor. 
𝑤𝐵 = {𝑝, 𝑞, 𝑟} Velocidad angular descrita en Body Frame. 
?̇?𝐵 = {?̇?, ?̇?, ?̇?} Aceleración angular descrita en Body Frame. 
𝑊𝑛 Frecuencia natural del sistema. 
𝛼 
Relación entre el control y las penalizaciones de los 
estados.  
𝜎 Relación de solidez. 
𝜆 Relación de entrada de aire. 
𝜇 Relación del avance del rotor. 
𝜃0 Ángulo de torsión inicial. 
𝜃𝑡𝑤  Ángulo de torsión de la pala. 
𝜌 Densidad del aire 
𝜏𝐵 = {𝜏𝑥
𝐵, 𝜏𝑦
𝐵, 𝜏𝑧
𝐵} Par de fuerzas totales descritas en Body Frame. 
𝜏𝐸 = {𝜏𝑥
𝐸 , 𝜏𝑦
𝐸 , 𝜏𝑧
𝐸} Par de fuerzas totales descritas en Earth Frame. 
Φ = {𝜙, 𝜃, 𝜓} Ángulos de Euler. 
Φ̇ = {?̇?, ?̇?, ?̇?} Variación angular. 
𝜉 Coeficiente de amortiguación. 
Ω𝑗 Velocidad angular de los rotores 
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1. Introducción 
1.1 Trabajos previos 
Este proyecto es la continuación de una línea de estudio de los siguientes trabajos: 
 Cabeza Doña, A. Study of the modelling and identification of and AscTec 
Hummingbird multirotor. A: . 2014.  
 
Este proyecto tiene la finalidad de crear un simulador para el quadrotor AscTec 
Hummingbird. Proponiendo para un trabajo futuro la incorporación de nuevos 
bloques al simulador. 
 
 Capella Roca, P. Estudi per a la fusió de dades de posició i actitud en un multirotor 
AscTec Hummingbird. A: . 2015.  
 
El objetivo principal de este trabajo consiste en conseguir una estimación precisa 
del estado de un vehículo aéreo no tripulado (UAV del Inglés Unmanned Aerial 
Vehicle), en este caso un quadrotor AscTec Hummingbird, a través del diseño e 
implementación de un observador. En base a esta idea se propone mejorar la 
medida de posición equipando un dispositivo GPS diferencial con tecnología RTK 
(Real Time Kinematics) junto a un sistema de fusión de datos. 
 
 Sánchez Prieto, P. Estudio del control de un UAV multirotor AscTec Hummingbird 
A: . 2015.  
 
El proyecto se centra en el diseño de un controlador predictivo para el quadrotor 
AscTec Hummingbird desarrollando la exploración y selección de los modos de 
programación de la plataforma, la estimación de un modelo dinámico para el 
vehículo y las pertinentes pruebas de funcionamiento. 
 
 González Alís, O. Estudi i disseny d’un sistema de fusió de dades d’actitud i 
posición a bord per al seguiment de trajectòries d’un UAV A: . 2016.  
 
Tiene como objetivo el estudio, diseño, implementación y realización de pruebas 
de vuelo para un sistema de fusión de datos de actitud y posición a bordo de un 
UAV utilizando el quadrotor Hummingbird de AscTec. En base a este proyecto se 
propone realizar un controlador de actitud utilizando los datos del Filtro de 
Kalman Extenso (EKF del Inglés Extended Kalman Filter). 
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1.2 Alcance del proyecto 
El proyecto consiste en el diseño de un control lineal de actitud  para el quadrotor AscTec 
Hummingbird. Este lazo de control se implementará mediante la plataforma ROS, que 
se encuentra funcionando sobre la capa superior del sistema operativo LINUX, que 
contiene el ordenador de a bordo. Permitiéndonos así comunicar con la estación de 
control en tierra y con el resto de controladores ya existentes. 
La técnica utilizada para el diseño del controlador será totalmente libre. Por esta razón, 
se estudiará el comportamiento de las técnicas a través del simulador desarrollado en 
MATLAB. Posteriormente, se realizaran los diversos ensayos en vacío sobre el sistema 
para terminar de ajustar el  control. 
Queda excluido del proyecto la selección del quadrotor utilizado, el ordenador de a 
bordo y de los diferentes sistemas utilizados en este, debido a que estaban previamente 
definidos. 
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1.3 Objetivos del proyecto 
A continuación se muestran los objetivos principales que englobarán el proyecto: 
1. Familiarización con el quadrotor AscTec Hummingbird 
2. Diseño de un simulador no lineal que permita realizar pruebas de control. 
3. Diseñar y escoger el control lineal de actitud. 
4. Familiarización con el entorno de ROS. 
5. Implementar el controlador escogido en ROS. 
6. Realizar diferentes ensayos en vacío sobre el quadrotor. 
7. Puesta en marcha del control sobre el sistema real. 
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1.4 Requisitos del proyecto 
Para lograr los objetivos propuestos para este proyecto son necesario los siguientes 
elementos: 
 Ordenador portátil con sistema operativo Ubuntu 14.04.2 LTS. Junto con los 
programas necesarios para el diseño y simulación del control de actitud como 
para la posterior implementación. 
 
 Quadrotor AscTec Hummingbird + Odroid-XU4.  
Ambos puntos se detallarán en el capítulo 3 que corresponde a la descripción del 
entorno de trabajo. 
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1.5 Justificación del proyecto 
En estos últimos años los vehículos aéreos del tipo multirotor, en nuestro caso el 
quadrotor, están creciendo en popularidad debido a su gran maniobrabilidad y 
reducido tamaño en aplicaciones aéreas no tripuladas o incluso en eventos de gran 
importancia.  
Por este motivo, empresas privadas y el sector militar apuestan por su investigación 
dado el amplio abanico de posibilidades que este ofrece como por ejemplo realizar 
servicios logísticos o reconocimiento del terreno. Como consecuencia de estas 
investigaciones se ha logrado mejorar su capacidad de vuelo y carga, convirtiéndolo 
así en una clara línea de investigación. 
Además, implementar el control de actitud para el AscTec  Hummingbird  mediante 
ROS dotaría al sistema, ya existente, del lazo de control principal necesario para 
poder realizar otras aplicaciones de control futuras sobre este. Ya que el objetivo 
principal de este lazo es garantizar la estabilidad de la nave. 
La elección de ROS (Robotic Operating System) para la implementación del control 
es la gran gama de posibilidades que nos ofrece ya que podemos desarrollar 
cualquier tipo de aplicación robótica mediante una plataforma totalmente gratuita. 
Finalmente, supone un aliciente desarrollar controladores para este tipo de sistemas 
totalmente no lineales y con  variables acopladas, debido a su dificultad y mi interés 
en dedicarme a la investigación. 
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1.6 Contenido del proyecto 
En este primer capítulo del proyecto se presenta de forma introductoria los trabajos 
previos realizados, el alcance del proyecto, los objetivos  y requisitos establecidos 
como la justificación de su realización. 
En el segundo capítulo se describe de forma resumida la situación actual con 
respecto a las técnicas de control utilizadas para el control de actitud de quadrotors. 
En el tercer capítulo se muestra de forma detallada el entorno de trabajo, desde el 
software utilizado para el diseño de los controladores como la plataforma escogida 
para su implementación. Además, de enumerar y detallar los diferentes elementos 
que conforman el quadrotor AscTec Hummingbird. 
El cuarto capítulo se centra en el modelado de la dinámica y cinemática del 
quadrotor estableciendo las hipótesis de trabajo y sistemas de referencia utilizados 
con el fin de poder obtener un modelo no lineal del quadrotor que permita una 
simulación realista del comportamiento de la aeronave. Pudiendo así acabar de 
sintonizar los controladores diseñados. 
El quinto capítulo consiste en la linealización y estudio del modelo no lineal con el 
fin de obtener un modelo lineal que permita el diseño de los controladores mediante 
las técnicas de control lineal seleccionadas como los PID y el control óptimo LQR. 
En el sexto capítulo se muestra con detenimiento las técnicas de control utilizadas y 
la metodología con la que los controladores han sido diseñados. Este capítulo se 
encuentra divido en tres partes, que corresponden al diseño del control de actitud 
realizado mediante controladores PID, control óptimo LQR y un control sencillo de 
posición. Finalmente, se muestran los resultados obtenidos en las simulaciones 
sobre el modelo no lineal diseñado en el capítulo 4 bajo diferentes situaciones. 
En el séptimo capítulo se especifica los pasos seguidos para la implementación de 
los controladores diseñados sobre el sistema real como las modificaciones realizadas 
a la plataforma utilizada. También, se muestran los resultados obtenidos 
correspondientes a los diferentes escenarios establecidos. 
Finalmente, los últimos capítulos del proyecto corresponden a la planificación 
seguida, presupuesto del proyecto, trabajo futuro, conclusiones obtenidas, 
referencias bibliográficas y una sección anexa que contiene el código de los 
programas utilizados. 
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2. Situación actual 
Los UAVs como el quadrotor son una gran vía de investigación en el campo dedicado 
al control de sistemas debido a su naturaleza no lineal  y peculiar configuración. Por 
esta razón, resultan ideales para sintetizar y analizar algoritmos de control. 
Existen muchos métodos de control no lineal como por ejemplo backstepping, 
sliding mode, Feedback linearization [10, 11] o incluso la utilización de técnicas de 
Inteligencia Artificial [12] con él fin de hacer seguir trayectorias o estabilizar la 
aeronave.  
Sin embargo, también se ha demostrado que es posible lograr estos objetivos 
mediante la realización de técnicas de control lineales [13]. Estas se basan en la 
obtención de un sistema lineal e invariante en el tiempo (LTI), el cual consiste en 
obtener un modelo simplificado del sistema real en torno a un punto de trabajo. En 
nuestro caso, se suele escoger el punto de Hover el cual se detallará más adelante. 
Los sistemas LTI, se caracterizan por cumplir las siguientes propiedades: 
 Homogeneidad: Un sistema es homogéneo cuando un cambio en la amplitud 
de la señal de entrada produce una variación proporcional en la señal de 
salida. 
 
𝑓(𝜆𝑥) = 𝜆𝑓(𝑥)  ∀ 𝜆  
 
 Principio de superposición: Este principio establece que cuando una causa y 
un efecto están relacionados de forma lineal. El efecto total obtenido es el 
resultado de todas las causas actuando de forma conjunta. 
 
𝑓(𝑥 + 𝑦) = 𝑓(𝑥) + 𝑓(𝑦) 
 
Este mismo principio engloba las propiedades de homogeneidad y aditiva. 
 
 Invariabilidad Temporal: Un sistema es invariable en el tiempo si su 
comportamiento y sus características son fijas con condiciones iniciales 
iguales y no dependen del tiempo. Es decir, que dado una misma entrada en 
el sistema en cualquier instante obtendremos el mismo resultado. 
𝑦(𝑡 − 𝑡0) = 𝐺(𝑡) ∗ 𝑥(𝑡 − 𝑡0) 
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Como podemos ver en [11] existen diferentes métodos de control lineal para 
alcanzar un mismo objetivo. En este trabajo, nos centraremos en el desarrollo de las 
siguientes técnicas de control lineal propuestas: 
 Proporcional – Integral – Derivativo (PID). 
 Control óptimo: Linear Quadratic Regulator (LQR). 
Estas técnicas pueden ser implementadas en diferentes plataformas. Como por 
ejemplo, el propio sistema de control que incorpora el AscTec Hummingbird, 
mediante Matlab Simulink o bajo la plataforma de ROS (Robotic Operating System). 
En la que actualmente disponemos de varios software para los vehículos del 
fabricante AscTec como los quadrotors Pelican y Hummingbird [14] y [15]. 
 Además, ROS cuenta con una comunidad de desarrolladores, que a día de hoy, 
continua en constante crecimiento gracias a la gran diversidad de opciones que 
ofrece este software en el ámbito de la robótica y por su política de Open Source 
[13]. 
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3. Descripción del entorno de trabajo 
En este punto se describen todos los elementos que se incorporan en este proyecto a lo 
largo de su desarrollo tal y como podemos ver de forma general tanto a nivel de 
simulación como de planta en la Figura 1. 
 
Figura 1 - Diagrama del entorno de trabajo 
En los siguientes apartados que se muestran a continuación se explican de una forma 
más detallada e individualmente cada uno de los diferentes elementos que componen 
del entorno. 
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3.1 MATLAB 
MATLAB (MATrix LABoratory) es una herramienta de software matemático que contiene 
su propio lenguaje de programación (lenguaje M) con un entorno interactivo para el 
cálculo numérico, la visualización de datos y programación. Este permite analizar datos, 
desarrollar algoritmos y crear modelos o aplicaciones. El lenguaje, las herramientas y las 
funciones matemáticas incorporadas permiten explorar diversos puntos de vista y llegar 
a una solución de forma más rápida que utilizando los lenguajes de programación 
tradicionales como C/C++ o Java. 
Dispone de un gran abanico de aplicaciones para el procesado de imagen y video, 
simulación de modelos matemáticos, comunicaciones o sistemas de control entre otros. 
En la siguiente Figura 2 se muestra la interface de usuario de MATLAB: 
 
Figura 2 - Entorno de usuario de MATLAB 
En nuestro caso, para el desarrollo del proyecto se utilizará la versión R2017b de 
MATLAB el cual nos permitirá desarrollar y simular el control de actitud de forma previa 
a la implementación sobre ROS. 
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3.2 Control remoto Futaba FF7 / TC7 
En este proyecto se utiliza el modelo Futaba 7C-2.4GHz [1] como sistema de radio 
control para el control remoto del quadrotor. 
El control remoto dispone de 7 canales diferentes. A continuación se mencionan los 
canales más utilizados: 
 Canal 0: Pitch 
 Canal 1: Roll 
 Canal 2: Thrust 
 Canal 3: Yaw 
 Canal 4: Activación del control descargado en el procesador de alto nivel. 
 Canal 5: GPS Mode 
Mediante los canales que van del 0 al 3 podemos actuar sobre la actitud de la aeronave 
y se encuentran situados como representa la Figura 3. 
 
Figura 3 - Control remoto Futaba FF7 / TC7 [1] 
A través del canal 4, que se encuentra situado en la parte superior derecha del control 
remoto, podemos habilitar el controlador que previamente se ha descargado sobre el 
procesador de alto nivel descrito en el apartado 3.5.4. 
Finalmente, utilizando el canal 5 podemos seleccionar tres modos de vuelo diferentes: 
 Modo manual: vuelo autónomo (sin ayudas externas). 
 Height control mode: activa un controlador en el procesador de bajo nivel que 
controla la altura. 
 GPS mode: vuelo con un control más suave. 
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3.3 Odroid – XU4 
En la Figura 4 podemos ver el dispositivo Odroid – XU4 el cual ofrece soporte a código 
abierto debido a que esta placa puede ejecutar diversas versiones de Linux. Incluyendo  
las últimas versiones de Ubuntu 16.04, Android 4.4 KitKat, 5.0 Lollipop y 7.1 Nougat. 
 
Figura 4 - Odroid – XU4 [19] 
Además, cuenta con increíbles velocidades de transferencia de datos e implementa 
interfaces eMMC 5.0, USB 3.0 y Gigabit Ethernet tal y como se describe el fabricante 
[19] en la Tabla 1: 
CARÁCTERISTICAS ODROID – XU4 
Samsung Exynos5422 Cortex™-A15 2Ghz and Cortex™-A7 Octa core CPUs 
Mali-T628 MP6(OpenGL ES 3.1/2.0/1.1 and OpenCL 1.2 Full profile) 
2Gbyte LPDDR3 RAM PoP stacked 
eMMC5.0 HS400 Flash Storage 
 2 x USB 3.0 Host, 1 x USB 2.0 Host 
Gigabit Ethernet port 
HDMI 1.4a for display 
Size : 83 x 58 x 20 mm approx.(excluding cooler) 
Power: 5V/4A input 
Tabla 1 – Carácteristicas Odroid – XU4 [19] 
También disponemos de una antena Wi-Fi con conexión USB, como se puede observar 
en la Figura 5, que nos permitirá establecer una comunicación con nuestro laptop. 
 
Figura 5 - Wi-Fi Module 3 
Finalmente, el conjunto de este dispositivo junto con la placa AscTec AutoPilot, descrita 
en el apartado 3.5.4, constituyen el ordenador de a bordo de la aeronave. 
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3.4 Robotic Operating System 
ROS (Robotic Operating System) es una plataforma para el desarrollo de software para 
robots. Este contiene  diversos  servicios estándar de un sistema operativo como la 
abstracción del hardware, el control de dispositivos de bajo nivel, comunicaciones, etc. 
Está basado en una arquitectura (Figura 6) donde el procesamiento se lleva a cabo en 
los nodos que pueden recibir, mandar y multiplexar mensajes de sensores, control, 
estados y actuadores entre muchos otros. Estos nodos se encuentran organizados por 
un maestro denominado ROS Master. 
 
 
Figura 6 - Arquitectura ROS [22]. 
Es un software libre que funciona sobre el sistema operativo UNIX (Ubuntu (Linux)) bajo 
los términos de la licencia BSD (Berkeley Software Distribution). 
Para nuestro proyecto se instalará la versión de ROS INDIGO  que correrá sobre el 
sistema operativo Ubuntu 14.04.2 LTS del ordenador de a bordo e incluirá el control de 
actitud desarrollado. 
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3.4.1 Conceptos básicos de ROS 
En este apartado se procede a continuación a explicar algunos de los conceptos básicos 
de ROS con el fin de facilitar la comprensión de su funcionamiento [20]. 
3.4.1.1 Nodos 
En ROS, los procesos individuales se representan mediante nodos. Éstos pueden realizar 
cómputos, enviar y/o recibir información de otros nodos y utilizar u ofrecer servicios. 
Los nodos no son más que programas ejecutados a través de ROS los cuales se 
comunican empleando la metodología de publicista / suscriptor. 
A continuación, en la Figura 7, podemos ver como ejemplo la representación de un 
diagrama de nodos de ROS en la que interactúan dos nodos diferentes: teleop_turtle 
(publicador) se encuentra publicando información a turtlesim (suscriptor). 
 
Figura 7 - Nodos ROS (Robotic Operating System) [5] 
Cada nodo debe poseer un único alias para poder ser distinguido e identificado de los 
demás nodos. 
Los nodos pueden ser implementados tanto en C++ como en python. Gracias a que 
ROS nos ofrece sus correspondientes librerías roscpp y rospy. 
A continuación, se mencionan algunos comandos básicos para el uso de nodos en ROS: 
 Ejecutar un nodo: 
> $ rosrun package_name node_name 
 
 Visualizar por pantalla una lista de nodos activos: 
> $ rosnode list 
 
 Visualizar por pantalla información sobre un nodo: 
> $ rosnode info node_name 
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3.4.1.2 ROS Master 
El ROS Master tiene como objetivo proporcionar un registro y búsqueda de los 
diferentes nodos garantizando la comunicación entre éstos. Además, de encargase de 
realizar la función de un servidor de parámetros. 
Es necesario ejecutar el ROS Master, antes que cualquier otro proceso de ROS, debido a 
que es el núcleo del sistema  y garantiza su correcta funcionalidad. Mediante la siguiente 
instrucción podemos ejecutar el maestro de ROS: 
> $ roscore  
 
O inicializando un paquete de ROS, si previamente no se ha realizado el comando 
anterior: 
> $ roslaunch package_name file.launch 
3.4.1.3 Topics 
Los buses de información por los que los nodos envían o reciben los mensajes se 
denominan topics. Y se utilizan para identificar el contenido del mensaje que se está 
publicando. 
Pueden existir en un mismo paquete varios nodos publicistas y varios nodos 
subscriptores para un mismo tópico. También, los nodos pueden subscribirse a tópicos 
que no pertenezcan al mismo package. 
La comunicación entre nodos se realiza de forma unidireccional, por lo que ningún nodo 
que envía información por un tópico puede recibir respuesta por el mismo canal, ni 
saber si el nodo destinatario ha recibido el contenido.  Con el fin de organizar las 
comunicaciones, el ROS Master gestiona las diferentes peticiones del nodo que 
pretende enviar o recibir la información tal y como se muestra en la Figura 8. Pero, no 
garantiza la concordancia del mensaje que se está enviando por lo que hay que prestar 
atención a los tópicos que nos subscribimos. 
 
Figura 8 - Diagrama ROS Topics [22]. 
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Además, realizan la comunicación de forma anónima debido a que los demás nodos no 
conocen si otros nodos están publicando o se encuentran subscritos a un mismo tópico. 
Permitiendo así desacoplar le consumo de información. 
Los tópicos vienen identificados, habitualmente por un nombre que debe ser único  y 
descrito de la siguiente forma: “/node_publisher/topic_name “. 
A continuación, se mencionan algunos comandos básicos para la manipulación de los 
topics: 
 Visualizar una lista de los topics activos: 
> $ rostopic list 
 
 Subscribir y visualizar por pantalla el contenido de un tópico: 
> $ rostopic echo /topic_name 
 
 Visualizar información sobre un topic concreto: 
> $ rostopic info /topic_name 
 
3.4.1.4 Mensajes 
Los nodos de ROS se comunican entre sí mediante el envío de mensajes a través de los 
tópicos. Estos mensajes son simplemente una estructura de datos primitiva definida en 
la Tabla 2, donde se encuentran descritos los diferentes tipos de dato definidos para 
ROS en el paquete std_msgs [23]: 
ESTRUCTURA DE DATOS PRIMIVITVA ROS 
Primitive Type Serialization C++ Python 3 
bool  unsigned 8-bit int uint8_t bool 
int8 signed 8-bit int int8_t int 
uint8 unsigned 8-bit int uint8_t int 
int16 signed 16-bit int int16_t int 
uint16 unsigned 16-bit int uint16_t int 
int32 signed 32-bit int int32_t int 
int32 unsigned 32-bit int uint32_t int 
int64 signed 64-bit int int64_t long int 
uint64 unsigned 64-bit int uint64_t long int 
float32 32-bit IEEE float float float 
float64 64-bit IEEE float double float 
string Ascii string std::string str bytes 
time Sec/necs unsiged 32-bit ints ros::Time rospy.Time 
duration Sec/necs siged 32-bit ints ros::Duration rospy.Duration 
Tabla 2 – Estructura de datos primitiva ROS [23] 
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Los tipos de datos primitivos más comunes corresponden a datos de tipo entero, de 
punto flotante, boléanos, etc.  Y suelen encontrarse en la carpeta msg mediante archivos 
de texto con extensión *.msg  que contienen el tipo de dato deseado y el nombre de la 
variable. 
Los mensajes también pueden estar formados a partir de otros mensajes. Como ocurre 
por ejemplo, en muchos de los paquetes utilizados en ROS que incluyen el tipo de 
mensaje Header, del paquete std_msg, el cual se utiliza como cabecera de mensaje e 
incluye los siguientes datos definidos previamente: 
 uint32 seq: este dato representa el número de mensaje enviado por el tópico.  
 
 time stamp: el instante de tiempo en el que se ha enviado el mensaje. 
 
 string frame_id: indica el sistema de referencia utilizado. 
 
3.4.1.5 Servicios 
La metodología publicista / suscriptor es un paradigma de comunicación bastante 
flexible. Sin embargo, al realizarse la comunicación de forma unidireccional, no resulta 
apropiada cuando se trata de enviar información de uno a uno mediante interacciones 
del tipo solicitud / respuesta. Que habitualmente son requeridas por sistemas 
distribuidos. 
Por esta razón, ROS ofrece un procedimiento de comunicación basado en un cliente / 
servidor. Donde un nodo servidor provee un servicio y un nodo cliente solicita (request) 
y esperara la respuesta del servidor (response), tal y como podemos visualizar en la 
Figura  9. 
 
 
Figura 9 - Client / Server ROS. 
Los servicios que ofrecen los nodos son totalmente independientes del cliente que los 
solicite y éstos vienen descritos en archivos con extensión *.srv. Estos archivos se 
pueden encontrar, normalmente, en la carpeta srv y se asemejan a los mensajes 
incluidos en los tópicos. Con la única diferencia que  consiste en diferenciar entre los 
datos utilizados por el request y la respuesta mediante la separación de una única línea 
que contenga “ --- “. 
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Por ejemplo, imaginemos que tenemos un nodo que nos ofrece el servicio de encender  
y apagar unos motores. El archivo con extensión *.srv debe de tener la siguiente 
estructura: 
bool startMotors                    # starts/stops the motors  (request) 
--- 
bool motorsRunning            # are the motors running? (response) 
 
3.4.1.6 Organización de los componentes de ROS 
Los archivos de ROS se organizan en dos niveles diferentes [20]: 
 Paquetes o Packages: Corresponden al nivel más bajo de organización de archivos 
de ROS agrupando nodos, modelos, tipos de mensaje, servicios y librerías. 
 
 
Figura 10 - ROS Packages. 
 Pilas o Stacks: Corresponde a las agrupaciones de paquetes complementarios entre 
si y que forman una librería. 
 
 
Figura 11 - ROS Stacks. 
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Para poder diferenciar cuál de las dos estructuras estamos utilizando de forma rápida y 
sencilla, cuando nos encontramos dentro de éstos, basta con fijar se en los archivos que 
contienen. En el caso de usar un Package debe de contener el archivo package.xml en 
el caso de utilizar Catkin o manifest.xml (rosbuild). Sin embargo, los Stacks contienen un 
archivo denominado stack.xml.  
Los Stacks se agrupan en repositorios cuando son descargados e instalados de forma 
equivalente a los repositorios de Linux. Éstos pueden descargarse directamente por 
línea de comando o mediante del administrador de descargas. 
ROS por defecto instala en la dirección /opt/ros los repositorios deseados y restringe la 
modificación de sus paquetes para evitar modificaciones que dañen el sistema. Por esta 
razón es recomendable crear un área de trabajo o workspace donde se incluirán los 
archivos necesarios para nuestros proyectos  y añadirlos al path de ROS para permitir el 
acceso a dichos archivos. 
El contenido común de nuestros Packages se organiza en carpetas y archivos de la 
siguiente forma: 
 Carpetas: 
 /bin/ : en esta carpeta se almacena los ejecutables del paquete que podrán 
lanzarse como nodos. 
 
 /build/ : almacena los archivos de compilación internos del packge. 
 
 /src/ : contiene el código de los nodos programados en (*.cpp) que después 
de ser compilados se crearán como ejecutables en la carpeta bin. 
 
 /include/ : contiene las cabeceras o headers (*.h) propios del paquete. 
 
 /lib/ : contiene librerías (*.lib, *.so). 
 
 /launch/ : archivos de lanzamiento de las aplicaciones (*.launch). 
 
 /msg/ : contiene los tipos de mensajes definidos para nuestra aplicación 
(*.mgs). 
 
 /srv/: contiene los tipos de mensaje del servicio definido en el paquete. 
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 Archivos: 
 CMakeList.txt: lista de requisitos, dependencias  y reglas que el compilador 
debe compilar de nuestro paquete. 
 
 package.xml: descripción del paquete  y lista de dependencias entre 
paquetes. 
 
 *.yaml: contienen una lista de parámetros  definidos. 
Cabe destacar que los archivos y carpetas que encontremos en los diferentes paquetes 
pueden variar según la funcionalidad a la que estén destinados. 
3.4.1.7 Catkin build system 
ROS ha remplazado su anterior sistema rosbuild por Catkin como sistema para generar 
sus ejecutables, librerías e interfaces [21]. Este sistema está basado en CMake y es 
multiplataforma. Por lo que puede ser utilizado en Ubuntu, Windows, sistemas 
encastados, etc. 
Cada proyecto creado mediante Catkin contiene su propia área de trabajo o workspace. 
Esta área se organiza en tres carpetas diferentes [21]: 
 Source (src): Contiene el código fuente el cual puedes extraer, verificar o clonar 
el código fuente para los paquetes que desees construir.   
 
 Build (build): Este espacio es donde CMake se invoca para construir los paquetes 
del workspace de catkin. CMake y Catkin mantienen su información de caché y 
de otros archivos intermediarios en este espacio. Se recomienda que en este 
espacio no se encuentre en el espacio de trabajo ni fuera del espacio de origen. 
 
 Devel (devel): El espacio de desarrollo es donde se colocan los objetos 
construidos antes de ser instalados. 
Las carpetas de Build y Devel no deben de modificarse debido al tipo de información que 
contienen. En cambio, el lugar donde si podemos trabajar será en la carpeta de Source. 
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3.5 AscTec Hummingbird 
El quadrotor utilizado para la elaboración de este proyecto corresponde a Hummingbird 
de la empresa alemana Ascending Technologies (AscTec). Desarrollado para objetivos 
experimentales y académicos gracias a que su diseño no busca ofrecer unas grandes 
prestaciones sino una gran facilidad para el acceso y modificación de sus características. 
 
Figura 12 - AscTec Hummingbird 
A continuación se realizará una pequeña descripción del quadrotor utilizado y de los 
componentes principales indicadas por el fabricante [1]. 
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3.5.1 Características AscTec Hummingbird 
En la siguiente tabla podemos observar los aspectos principales del quadrotor [2]: 
CARÁCTERISTICAS ASCTEC HUMMINGBIRD 
Modelo  AscTec Hummingbird 
Ordenador de a bordo AscTec AutoPilot 
Tamaño 540 x 540 x 85,5 [mm] 
Peso máx. al despegue 
(MTOW) 
0,71 [kg] 
Carga máxima (MPL) 200 [g] 
Autonomía 20 [min] (sin Payload) 
Alcance 4.500 [m] ASL , 1.000 [m] AGL 
Velocidad máxima 15 [m/s] 
Velocidad ascensional máx. 5 [m/s] 
Empuje máx. de los motores 20 [N] 
Comunicación sin hilos 2,4 [GHz] XBee link, 10 – 63 [mW], WiFi (opcional) 
Sistema de guía inercial 
AscTec AutoPilot con velocidad de actualización de 
1.000 [Hz] 
Modo de vuelo GPS Mode, Height Mode, Manual Mode 
Modo de emergencia 
Direct landing, Comehome straight, Comehome 
high 
Batería 3 celdas en serie de 11,1 [V] (Li-Po) 
Hélice 8” de diámetro (20, 32 [cm]) 
Emisora radio control Futaba FAAST 2,4 [GHz] 
Motores HACKER X-BL 52s con controlador X-BLDC 
X - CSM 
Estructura (brazos) de sándwich de fibra de 
carbono rígida y de madera de balsa 
X – CSM (core) 
Estructura central de aleación de aluminio y 
magnesio 
Tabla 3 - Características del AcsTec Hummingbird 
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3.5.2 X – CSM 
X – CSM es el elemento estructural con forma de cruz que mantiene unido todos los 
componentes del quadrotor. Los brazos de la estructura están fabricados por un 
sándwich de fibra de carbono rígida y madera de balsa mientras que el elemento central 
está compuesto por una aleación de aluminio y magnesio dotando al núcleo de una gran 
robustez. 
En la siguiente Figura 13 se puede ver una parte del cuerpo del AscTec Hummingbird: 
 
Figura 13 - Brazo de la estructura X-CSM [4] 
3.5.3 AscTec Hummingbird Power Board 
La AscTec Humminbird Power Board es el componente encargado de distribuir la 
energía y las comunicaciones a todos los controladores de los motores. Formado por 
una fuente conmutada que genera un suministro constante de 6 [V] a la placa AscTec 
AutoPilot, un MOSFET de alta potencia para la conmutación de la corriente del motor 
entre las posiciones de ON – OFF  y un regulador de 5 [V] que proporciona energía a las 
diferentes cargas adicionales como por ejemplo una cámara. 
 
Figura 14 - AscTec Hummingbird Power Board v2 [3] 
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3.5.4 AscTec AutoPilot 
AscTec AutoPilot es la unidad de medición inercial y control de vuelo del Hummingbird 
que contiene dos procesadores del modelo ARM7 (LCP2146) [3]. 
 A continuación podemos ver en detalle de los componentes que contiene: 
 
Figura 15 - Izquierda: AscTec AutoPilot v2 Top, Derecha: AscTec AutoPilot v2 Bottom [3] 
Como podemos diferenciar en la figura superior disponemos de un procesador de bajo 
nivel (LLP) y otro de alto nivel (HLP):  
 El procesador de bajo nivel (LLP) tiene como función comunicar con el resto del 
hardware. Permitiendo recibir y procesar los datos obtenidos por los sensores, 
realizar procesos de fusión de datos, enviar instrucciones a los controladores y 
almacenar los controladores diseñados por el fabricante: Height Control Mode y 
GPS mode. 
 
También, nos permite comunicar con un PC externo con el fin de enviar datos a 
través del programa AscTec AutoPilot Control Software. 
 
 El procesador de alto nivel (HLP) constituye la parte programable del quadrotor. 
Es decir, este nos permite integrar los algoritmos de control y de fusión de datos 
desarrollados por el usuario. Además, puede recibir los datos del resto de 
sensores y GPS a través del LL. 
 
Es posible realizar la comunicación con ordenadores externos mediante los 
programas AscTec Comunication Interface (ACI) o AscTec Simulink Toolkit. En 
nuestro caso, el firmware del LL ha sido substituido por una interfaz con el 
ordenador de a bordo  que contiene el nodo de ROS que permite el control del 
Hummingbird. 
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Los dos microprocesadores se pueden comunicar externamente entre ellos mediante 
señales de alta frecuencia (1.000 [Hz]) permitiendo al procesador de alto nivel disponer 
de los datos suficientes para garantizar un buen cómputo de los algoritmos de control. 
En la Figura 16 se muestra el esquema de comunicaciones entre los dos procesadores: 
 
Figura 16 - Esquema de comunicaciones AutoPilot [3] 
Disponemos de diferentes sensores acoplados sobre la placa AutoPilot tal y como se 
muestra en la Figura 15: 
1. Barómetro (Freescale MPXA6115A): sensor que permite obtener la altura de 
vuelo a través de la presión. 
 
2. Acelerómetro (Memsic R9500): nos permite medir las aceleraciones lineales en 
el sistema de referencia cuerpo. 
 
3. Giroscopio de guiñada (Analog Device ADXRS610): nos permite obtener la 
velocidad angular alrededor del eje vertical. 
 
4. Giroscopio de cabeceo (Analog Device ADXRS610): obtiene la velocidad angular 
del quadrotor respecto del eje Y. 
 
5. Giroscopio de alabeo (Analog Device ADXRS610): obtiene la velocidad angular 
del quadrotor respecto del eje X. 
Al conjunto formado por los giroscopios y el acelerómetro se le denomina Unidad de 
medida Inercial (IMU del Inglés Inertial Measurement Unit). 
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3.5.5 AscTec 3D – MAG 
AscTec 3D – MAG, mostrada en la Figura 17, es un magnetómetro (HMC5843) de tres 
ejes que se utiliza para determinar la actitud de un vehículo mediante el campo 
magnético terrestre. La placa se encuentra integrada en el núcleo de la estructura. 
 
Figura 17 - AscTec 3D - MAG [1] 
3.5.6 Unidad GPS 
El Sistema de Posicionamiento Global (ublox LEA-6) se encuentra situado sobre la 
estructura X – CSM y otorga la posición absoluta del quadrotor. Los datos de este sensor 
se combinan con los del sistema de navegación, contenidos por la IMU, para obtener 
una mayor precisión en las estimaciones y evitar errores que puedan inducir a 
situaciones totalmente indeseables. 
3.5.7 Motor HACKERS X-BL-52s y Controlador X-BLDC 
El AscTec Hummingbird dispone de cuatro motores sin escobillas de la marca HACKERS 
Motor Gemrany modelo X-BL-52s situados cada uno al final de los brazos. 
 
Figura 18 - HACKERS Motor X-BL-52s [4] 
Cada uno de éstos, dispone de un controlador electrónico de velocidad X-BLDC, o  
comúnmente conocido como Electronic Speed Controller (ESC), independientemente 
optimizado para garantizar un mayor rendimiento. 
 
Figura 19 - Controlador X-BLDC [4] 
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3.5.8  Hélice 
Las hélices del Hummingbird están hechas de plástico de masa reducida y una elevada 
flexibilidad para garantizar la seguridad del vehículo, esencial para vuelos en interior. 
Tiene un diámetro de 20,32 centímetros lo que equivale a unas 8 pulgadas.  
Disponemos de dos tipos de hélices debido a que dos rotores giran en el sentido de las 
agujas del reloj y los otros dos a la inversa.  
 
Figura 20 - Hélices Flex Hummingbird [6] 
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4. Modelado de la dinámica y cinemática del quadrotor  
4.1 Introducción 
En nuestro modelo no lineal que describe la dinámica y la cinemática de un quadrotor 
puede ser obtenido mediante diferentes enfoques de los cuales destacan en la literatura 
científica el uso de las ecuaciones de Newton – Euler o de Euler – Lagrange debido a que 
son los más habituales y extendidos.  Estas ecuaciones se alimentan de sub modelos que 
tienen en cuenta  la Teoría de cantidad de movimiento (TCM) o Momentum Theory (MT) 
y la Teoría de elemento de pala (TEP) o Blade Element Theory (BET) para modelar la 
tracción y resistencia aerodinámica determinando así  el empuje realizado por cada 
rotor  y  su momento de reacción. Además, de intervenir diversos efectos como por 
ejemplo: la resistencia aerodinámica del propio cuerpo, el efecto suelo, términos de 
Coriolis, etc. 
En los siguientes apartados que se desarrollarán en este capítulo, se describirá la 
obtención del modelo matemático mediante el formalismo de Newton - Euler y de los 
diferentes términos aerodinámicos basándonos en los trabajos de Cabeza Doña, A [7], 
S. Bouabdallah [17] y Sánchez Prieto, P [16].  
4.2 Hipótesis previas 
Para el desarrollo del modelo matemático se han de considerar previamente las 
siguientes hipótesis: 
 El AscTec Hummingbird cómo un cuerpo totalmente rígido para permitir la 
aplicación de las ecuaciones del solido rígido. 
 Las palas del rotor cómo un cuerpo rígido. 
 El quadrotor tiene simetría a lo largo de los ejes XB e YB del cuerpo. 
 El origen OB del sistema de referencia en los ejes cuerpo coincide con el centro de 
masas de la aeronave. 
 El centro de masas coincide con el centro geométrico. 
 El coeficiente de arrastre o drag se considera un valor medio constante. 
 El coeficiente de la fuerza de arrastre o drag se considera un valor constante en 
los tres ejes. 
 La cuerda se considera constante en cada sección de la pala. 
 La velocidad inducida se considera constante a lo largo del rotor. 
 
 
 
 
 
 
 
 
  
ESTUDIO DEL CONTROL DE ACTITUD DE UN QUADROTOR HUMMINGBIRD DE   
ASCTEC UTILIZANDO ROS (ROBOTIC OPERATING SYSTEM) 
Departament d’Enginyeria de Sistemes, Automàtica i Informàtica Industrial 
 
  
 
Adrián Ruiz Royo  29 
4.3 Sistemas de referencia 
La actitud de la aeronave está definida por tres ángulos de Euler, Balanceo o Rolling (𝝓), 
Cabeceo o Pitching (𝜽) y Guiñada o Yawing (𝝍) los cuales están descritos por el 
fabricante tal y como se muestra en la Figura 21:  
 
Figura 21 - Sistema de referencia cuerpo o Body frame reference del AscTec Hummingbird [18] 
Con el fin de agrupar la información, expresaremos los ángulos de Euler y su variación a  
través de los siguientes vectores: 
Á𝑛𝑔𝑢𝑙𝑜𝑠 𝑑𝑒 𝐸𝑢𝑙𝑒𝑟: Φ =  {
𝜙
𝜃
𝜓
}  𝑉𝑎𝑟𝑖𝑎𝑐𝑖ó𝑛 𝑎𝑛𝑔𝑢𝑙𝑎𝑟: Φ̇ =  {
?̇?
?̇?
?̇?
} 
 
(4.1) 
 
Finalmente, para describir la posición del quadrotor es necesario el uso de un sistema 
inercial. Por estos motivos y las siguientes ventajas descritas, será necesario la utilización 
de estos dos sistemas de referencia para el modelado. 
 Las fuerzas aerodinámicas y momentos pueden ser descritos utilizando el sistema 
de referencia cuerpo debido a que se conocen sus modelos. 
 
 Los sensores como por ejemplo el GPS, miden la posición respecto del sistema de 
referencia inercial. No obstante, los acelerómetros y los sensores de giro miden 
las variables en base al  sistema de referencia cuerpo. 
 
 
  
ESTUDIO DEL CONTROL DE ACTITUD DE UN QUADROTOR HUMMINGBIRD DE   
ASCTEC UTILIZANDO ROS (ROBOTIC OPERATING SYSTEM) 
Departament d’Enginyeria de Sistemes, Automàtica i Informàtica Industrial 
 
  
 
Adrián Ruiz Royo  30 
Los dos sistemas de coordenadas cartesianas con orientación de mano derecha 
utilizados para el desarrollo del modelo y representados en la Figura 22 corresponden a 
un sistema inercial fijo al planeta Tierra que denominaremos Earth Frame (𝑭𝑬) y a un 
segundo sistema solidario fijo al cuerpo del quadrotor que recibirá el nombre de Body 
Frame  (𝑭𝑩). 
 
Figura 22 - Sistemas de referencia utilizados. 
Para poder entender el correcto funcionamiento del modelo se ha de estudiar las 
diferentes transformaciones entre estos dos sistemas de referencia. Una transformación 
de coordenadas siempre puede ser descrita a través de una superposición de una 
translación junto a una rotación. Por lo que el paso de un sistema a otro será una 
sucesión consecutiva de transformaciones. 
El procedimiento que se ha utilizado para realizar las diferentes transformaciones de 
coordenadas entre sistemas se basa en obtener tres matrices de rotación elementales 
formadas mediante los ángulos de Euler. Permitiéndonos representar cualquier sistema 
de referencia como una composición de tres rotaciones elementales partiendo de una 
orientación conocida.  
A continuación, se detallará los sistemas de referencia utilizados y se presentará la 
relación que permitirá pasar del sistema de referencia Body Frame a Earth Frame. 
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4.3.1 Earth Frame 
El sistema de referencia inercial denominado Earth Frame (𝑭𝑬) escogido se encuentra 
colocado sobre la faz de la Tierra, orientado hacia la derecha y con el eje Z positivo hacia 
abajo. Estos ejes de coordenadas se definen según el convenio aeronáutico North – East 
– Down, mostrado en la Figura 23. La elección de este sistema de referencia, se debe a 
la comodidad que nos ofrece apuntar el eje X hacia el norte, que el eje Z apunte hacia el 
centro de la tierra ya que es un punto conocido y que el eje Y se encuentre en dirección 
Este para que el triedro formado esté orientado. 
 
Figura 23 - Sistema de referencia Earth frame. 
A continuación, se definirán los vectores expresados en el sistema de referencia Earth 
Frame (𝑭𝑬) : 
𝑃𝑜𝑠𝑖𝑐𝑖ó𝑛: 𝑃𝐸 = {
𝑋
𝑌
𝑍
} 
 
(4.2) 
𝑉𝑒𝑙𝑜𝑐𝑖𝑑𝑎𝑑 𝑙𝑖𝑛𝑒𝑎𝑙: 𝑉𝐸 = {
?̇?
?̇?
?̇?
}   𝐴𝑐𝑒𝑙𝑒𝑟𝑎𝑐𝑖ó𝑛 𝑙𝑖𝑛𝑒𝑎𝑙: 𝑎𝐸 = {
?̈?
?̈?
?̈?
} 
 
(4.3) 
 
4.3.2 Body Frame 
El sistema de referencia Body Frame (𝑭𝑩) es un sistema no inercial solidario al quadrotor 
caracterizado por estar centrado sobre el centro de gravedad (CoG) de la aeronave. 
 El sistema se describe de la siguiente forma tal y como se visualiza en la Figura 22: 
 El origen del sistema 𝑶𝑩 se encuentra sobre el CoG del quadrotor. 
 El eje 𝑿𝑩 apunta hacía el rotor delantero y el ángulo de Roll (𝝓) crece de forma 
positiva si el quadrotor se inclina hacia la derecha levantando el rotor izquierdo. 
 El eje 𝒀𝑩 apunta hacía el rotor situado a la derecha y el ángulo de Pitch (𝜽) crece 
de forma positiva si levanta la parte frontal del quadrotor. 
 El eje 𝒁𝑩 apunta hacia abajo y el ángulo de Yaw (𝝍)  crece de forma positiva en 
sentido horario. 
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A continuación, se describen los vectores de velocidad lineal, aceleración lineal, 
velocidad angular y aceleración angular expresados en el sistema de referencia Body 
Frame (𝑭𝑩) : 
𝑉𝑒𝑙𝑜𝑐𝑖𝑑𝑎𝑑 𝑙𝑖𝑛𝑒𝑎𝑙: 𝑉𝐵 = {
𝑢
𝑣
𝑤
}   𝐴𝑐𝑒𝑙𝑒𝑟𝑎𝑐𝑖ó𝑛 𝑙𝑖𝑛𝑒𝑎𝑙: 𝑎𝐵 = {
?̇?
?̇?
?̇?
} 
 
(4.4) 
𝑉𝑒𝑙𝑜𝑐𝑖𝑑𝑎𝑑 𝑎𝑛𝑔𝑢𝑙𝑎𝑟: 𝜔𝐵 = {
𝑝
𝑞
𝑟
}   𝐴𝑐𝑒𝑙𝑒𝑟𝑎𝑐𝑖ó𝑛 𝑎𝑛𝑔𝑢𝑙𝑎𝑟: ?̇?𝐵 = {
?̇?
?̇?
?̇?
} 
 
(4.5) 
 
4.3.3 Relación entre Body Frame y Earth Frame 
Con el objetivo de poder representar las velocidades y aceleraciones de la aeronave en 
el sistema de referencia (𝑭𝑬) a partir de los datos que describen el movimiento del 
quadrotor respecto del eje de coordenadas (𝑭𝑩). Es necesario detallar una matriz de 
cambio de base final entre los ejes Body Frame y Earth Frame (y viceversa) obtenida a 
través de una sucesión de transformaciones. 
Para obtener esta matriz de cambio de base, que de ahora en adelante denominaremos 
𝑅𝐵
𝐸, será necesario descomponerla en de tres matrices de rotación elementales 
formadas a partir de los ángulos de Euler. Cabe destacar, que las rotaciones son 
intrínsecas. Por lo que la obtención de la matriz de cambio de base dependerá de la 
secuencia de rotaciones o convención elegida. 
En nuestro proyecto, se escoge la secuencia ZYX de Tait-Bryan por ser la más usada en 
las diferentes referencias consultadas [7], [16] y [18]. Se mencionan a continuación las 
diferentes matrices de rotación elementales a utilizar: 
 Matriz de Rotación sobre el eje X: 
𝑅(𝑋, 𝜙) = (
1 0 0
0 cos(𝜙) − sin(𝜙)
0 sin(𝜙) cos(𝜙)
) 
 
(4.6) 
 Matriz de Rotación sobre el eje Y: 
𝑅(𝑌, 𝜃) = (
cos(𝜃) 0 sin(𝜃)
0 1 0
−sin(𝜃) 0 cos(𝜃)
) 
 
(4.7) 
 Matriz de Rotación sobre el eje Z: 
𝑅(𝑍, 𝜓) = (
cos(𝜓) −sin(𝜓) 0
sin(𝜓) cos(𝜓) 0
0 0 1
) 
 
(4.8) 
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A continuación, se detalla en (4.9) la matriz de cambio de base resultante de aplicar la 
convención escogida que describe el paso del sistema de coordenadas (𝑭𝑩) a (𝑭𝑬) 
como resultado del producto entre las diferentes matrices: 
𝑅𝐵
𝐸 =  𝑅(𝑍, 𝜓)𝑅(𝑌, 𝜃)𝑅(𝑋, 𝜙)  
𝑅𝐵
𝐸 = (
cos(𝜓) −sin(𝜓) 0
sin(𝜓) cos(𝜓) 0
0 0 1
)(
cos(𝜃) 0 sin(𝜃)
0 1 0
−sin(𝜃) 0 cos(𝜃)
)(
1 0 0
0 cos(𝜙) − sin(𝜙)
0 sin(𝜙) cos(𝜙)
) 
 
 
 
𝑅𝐵
𝐸 = (
𝑐𝜓𝑐𝜃 (𝑐𝜓𝑠𝜃𝑠𝜙 − 𝑠𝜓𝑐𝜙) (𝑐𝜓𝑠𝜃𝑐𝜙 + 𝑠𝜓𝑠𝜙)
𝑠𝜓𝑐𝜃 (𝑠𝜓𝑠𝜃𝑠𝜙 + 𝑐𝜓𝑐𝜙) (𝑠𝜓𝑠𝜃𝑐𝜙 − 𝑠𝜙𝑐𝜓)
−𝑠𝜃 𝑐𝜃𝑠𝜙 𝑐𝜃𝑐𝜙
) 
 
 
 
(4.9) 
Donde 𝑠𝛼 ≡ sin(𝛼) y 𝑐𝛼 ≡ cos(𝛼)   
 
Finalmente, debido a que la matriz obtenida en (4.9) es ortonormal nos permite 
realizar la operación contraria de la forma expresada a continuación: 
𝑅𝐸
𝐵 = (𝑅𝐵
𝐸)𝑇 = (𝑅𝐵
𝐸)−1 (4.10) 
 
4.4 Ecuación cinemática de Euler 
La matriz de rotación mencionada anteriormente en (4.9) nos resulta útil para expresar 
los vectores de posición, velocidad y aceleración en cualquiera de los dos sistemas de 
referencia (apartados 4.3.1 y 4.3.2). Sin embargo, cabe destacar que la derivada de los 
ángulos de Euler (?̇?) no se encuentra expresada en ninguno de los ejes de referencia 
utilizados ((𝑭𝑩) y (𝑭𝑬)) por lo que:  
(𝑝, 𝑞, 𝑟) ≠ (?̇?, ?̇?, ?̇?) (4.11) 
 
Los ángulos de Euler están expresados de forma no intuitiva en (4.6) en el caso del 
ángulo de Roll, en (4.7) para el de Pitch y finalmente en (4.8) para Yaw. Permitiéndonos 
la descripción de una relación que nos facilite la obtención de (𝜔𝐵) a través de (?̇?): 
𝜔𝐵 = [
𝑝
𝑞
𝑟
] = [
?̇?
0
0
] + 𝑅𝑇(𝑋, 𝜙) ([
0
?̇?
0
] + 𝑅𝑇(𝑌, 𝜃) [
0
0
?̇?
]) 
 
(4.12) 
 
Si desarrollamos la expresión anterior obtenemos: 
[
𝑝
𝑞
𝑟
] = [
1 0 − sin(𝜃)
0 cos(𝜙) cos(𝜃) sin(𝜙)
0 − sin(𝜙) cos(𝜙) cos(𝜃)
] [
?̇?
?̇?
?̇?
] 
 
(4.13) 
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Ahora, realizamos la inversa de la matriz que multiplica a (?̇?) con el objetivo de 
encontrar la matriz de relación 𝐻(?̇?) que nos permita describir la variación de los 
ángulos de Euler a partir de las velocidades angulares descritas en el sistema de 
referencia cuerpo. 
Φ̇ = [
?̇?
?̇?
?̇?
] = [
1 sin(𝜙) tan(𝜃) cos(𝜙) tan(𝜃)
0 cos(𝜙) −sin(𝜙)
0 sin(𝜙) sec(𝜃) cos(𝜙) sec(𝜃)
] [
𝑝
𝑞
𝑟
] = 𝐻(Φ̇)𝜔𝐵 
 
(4.14) 
 
Como podemos observar en la matriz 𝐻(Φ̇), descrita en (4.14), presenta una 
singularidad debido a que si el ángulo de Pitch alcanza un valor de 𝜋/2 provocará que el 
termino sec(𝜃) sea igual a infinito. Este motivo puede ser un inconveniente durante la 
simulación y puede ser solucionado utilizando cuaterniones tal y como se muestra en 
[7]. No obstante, resulta difícil que el quadrotor experimente un gran valor de Pitch 
durante la simulación por lo que podemos considerar que el método descrito para 
encontrar la variación de los ángulos es adecuado. Aunque, se ha de tener en cuenta 
que dicha singularidad nos limitará la realización de maniobras específicas como por 
ejemplo los loopings.  
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4.5 Dinámica del quadrotor 
En este apartado, se aplicará el método de Newton – Euler con el fin de obtener las 6 
ecuaciones que nos describan la dinámica de nuestro quadrotor. 
4.5.1 Cantidad de movimiento 
Para el movimiento de translación tenemos: 
 𝑚
𝑑𝑉𝐸
𝑑𝑡
= 𝐹𝐸 (4.15) 
 
Donde  𝑚 es la masa del quadrotor, 𝐹𝐸 el vector fuerza total en el sistema de referencia 
(𝑭𝑬) y 
𝑑𝑉𝐸
𝑑𝑡
 es la derivada con respecto el tiempo de la velocidad descrita en el marco de 
referencia tierra. 
Aplicando la ecuación de la derivada en base móvil obtenemos que: 
𝑚
𝑑𝑉𝐸
𝑑𝑡
= 𝑚
𝑑𝑉𝐵
𝑑𝑡
+ 𝜔𝐵 × (𝑚𝑉𝐵) (4.16) 
 
Donde 
𝑑𝑉𝐵
𝑑𝑡
 es el vector que describe la aceleración lineal, 𝑉𝐵 es el vector de velocidad 
lineal y 𝜔𝐵 el vector de velocidad angular. El término 𝜔𝐵 × (𝑚𝑉𝐵) de la ecuación 
anterior corresponde a la fuerza centrífuga. 
Pudiendo expresar la ecuación del solido rígido de la siguiente forma: 
𝑚
𝑑𝑉𝐵
𝑑𝑡
+ 𝜔𝐵 × (𝑚𝑉𝐵) = 𝐹𝐵 (4.17) 
Siendo 𝐹𝐵 el vector fuerza total en el sistema de referencia (𝑭
𝑩). 
A continuación se representa la ecuación que describirá la aceleración lineal a partir de 
la ecuación (4.17) de forma matricial: 
[
?̇?
?̇?
?̇?
] = [
𝑟𝑣 − 𝑞𝑤
𝑝𝑤 − 𝑟𝑢
𝑞𝑢 − 𝑝𝑣
] +
1
𝑚
[
𝐹𝑥𝐵
𝐹𝑧𝐵
𝐹𝑦𝐵
] (4.18) 
 
Finalmente, de cara a obtener la dinámica de translación (4.19) representado en el 
sistema (𝑭𝑬) aplicaremos la matriz de cambio de base obtenida (4.9) sobre la ecuación 
(4.18): 
[
?̈?
?̈?
?̈?
] = 𝑅𝐵
𝐸 [
?̇?
?̇?
?̇?
] (4.19) 
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4.5.2 Teorema del momento cinético 
Aplicando la segunda ley de Newton podemos obtener la ecuación del movimiento 
rotacional en ambos sistemas de referencia: 
𝑑ℎ𝐸
𝑑𝑡
= 𝜏𝐸 𝑦 
𝑑ℎ𝐵
𝑑𝑡
+ 𝜔𝐵 × ℎ𝐵 = 𝜏𝐵 (4.20) 
 
Donde los términos 
𝑑ℎ𝐸
𝑑𝑡
 y 
𝑑ℎ𝐵
𝑑𝑡
  corresponde a los vectores de variación del momento 
angular en Earth frame  y  Body frame respectivamente, 𝜔𝐵 × ℎ𝐵 corresponde al 
producto vectorial entre la velocidad angular (𝜔𝐵) y un momento angular (ℎ𝐵) y  los 
vectores que contienen los pares de fuerzas totales  (𝜏𝐵 y 𝜏𝐸) que se ejerce sobre el 
quadrotor expresados en sus sistema de referencia pertinentes. 
Si escogemos el momento angular ℎ expresado en el sistema de referencia (𝑭𝑩) nos 
resulta más fácil la resolución de la ecuación (4.20) dado que: 
ℎ𝐵 = 𝐽𝜔𝐵 (4.21) 
 
Siendo la matriz de inercia 𝐽 constante en este marco de referencia. Debido a que se 
asume una simetría en los ejes cuerpo del quadrotor se puede así simplificar la matriz 
de inercia 𝐽 . Puesto que los productos inerciales de esta resultan ser nulos:  
𝐽𝑥𝑦 = 𝐽𝑥𝑧 = 𝐽𝑦𝑧 = 0 (4.22) 
 
𝐽 = (
𝐽𝑥𝑥 0 0
0 𝐽𝑦𝑦 0
0 0 𝐽𝑧𝑧
) (4.23) 
 
Con lo que finalmente se obtiene a partir de la ecuación (4.20) y en formato matricial 
la siguiente expresión que nos permitirá describir la variación de la velocidad angular: 
[
?̇?
?̇?
?̇?
] =
[
 
 
 
 
 
 
1
𝐽𝑥𝑥
0 0
0
1
𝐽𝑦𝑦
0
0 0
1
𝐽𝑧𝑧]
 
 
 
 
 
 
([
0 𝑟 −𝑞
−𝑟 0 𝑝
𝑞 −𝑝 0
] [
𝐽𝑥𝑥 0 0
0 𝐽𝑦𝑦 0
0 0 𝐽𝑧𝑧
] [
𝑝
𝑞
𝑟
] + [
𝜏𝑥𝐵
𝜏𝑦𝐵
𝜏𝑧𝐵
]) (4.24) 
 
 
 
 
  
ESTUDIO DEL CONTROL DE ACTITUD DE UN QUADROTOR HUMMINGBIRD DE   
ASCTEC UTILIZANDO ROS (ROBOTIC OPERATING SYSTEM) 
Departament d’Enginyeria de Sistemes, Automàtica i Informàtica Industrial 
 
  
 
Adrián Ruiz Royo  37 
4.6 Fuerzas y momentos 
En nuestro caso de estudio, se dispone de una conexión en cruz de los distintos rotores 
de los cuales dos de ellos giran en sentido horario (frontal y trasero) y otros dos en 
sentido anti horario (derecha e izquierda) si observamos el quadrotor en planta. 
Proporcionando una velocidad angular que implica la generación de pares y fuerzas de 
empuje vertical hacia arriba y paralelas entre sí para cada uno de los rotores. Estas 
fuerzas las denominaremos como Fuerzas de Thrust (𝑇𝑗) del rotor y entraremos más en 
detalle en el próximo apartado. 
  
Figura 24 - Esquema fuerzas y sentido de giro de los rotores 
Estas fuerzas y pares junto a los que provoca la gravedad son principalmente las fuerzas 
y momentos que actuarán sobre nuestro sistema dinámico. Estas serán descritas en el 
próximo apartado y se expresarán bajo el subíndice j que corresponde a la indice del 
rotor que las ejerce: 
𝑟𝑜𝑡𝑜𝑟 𝑖𝑛𝑑𝑒𝑥 𝑗 = [1, 2, 3, 4] = [𝑓𝑟𝑜𝑛𝑡, 𝑟𝑖𝑔ℎ𝑡, 𝑟𝑒𝑎𝑟, 𝑙𝑒𝑓𝑡]  
 
Gracias a la intervención de estas fuerzas y momentos el quadrotor puede realizar 4 
maniobras básicas diferentes que le permitirán alcanzar cualquier posición deseada: 
 Balanceo o Roll (𝝓): 
En el caso de efectuar una rotación sobre el eje X, se debe generar un momento en este 
mediante la diferencia equilibrada de velocidades angulares entre los rotores que giran 
en sentido anti horario. Manteniendo un empuje intermedio en los rotores de giro 
horario para evitar cualquier movimiento de guiñada. 
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Por ejemplo, en el caso de desear un balanceo a la derecha debemos incrementar el 
empuje realizado por el rotor izquierdo y disminuir él derecho en la misma medida. 
Mientras mantenemos un empuje intermedio en los rotores frontal y trasero tal y como 
se muestra en la Figura 25. 
  
Figura 25 - Balanceo a izquierdas y derechas. 
 Cabeceo o Pitch (𝜽): 
Al igual que sucede con Roll para la realización de una rotación entorno del eje Y 
debemos hacer que el motor trasero empuje con una fuerza mayor al delantero y reducir 
el motor delantero si deseamos desplazarnos hacia delante o al contrario para 
retroceder a lo largo de X. 
  
Figura 26 - Cabeceo a delante y atrás. 
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 Guiñada o Yaw (𝝍): 
Si deseamos realizar un giro en sentido horario entorno al eje Z debemos aumentar de 
forma equitativa el empuje realizado en los rotores situados a la izquierda y derecha del 
quadrotor y reducir la velocidad de giro de los rotores que giran en sentido anti horario. 
Si deseamos girar en el sentido opuesto tenemos que efectuar la operación contraria tal 
y como se muestra en la Figura 27. 
  
Figura 27 - Giro anti horario y  horario entorno del eje Z. 
 Empuje o Thrust y Hover: 
Cuando todos los rotores proporcionan la misma 𝐹𝑇ℎ𝑟𝑢𝑠𝑡 el quadrotor verá 
incrementada su velocidad en la dirección deseada si la fuerza total de empuje es 
superior al peso de la aeronave o reducida si no logra sobrepasarlo. 
También puede ocurrir que genere el empuje exacto para flotar lo que se denomina 
como punto de Hover. 
  
Figura 28 - Ascender y hover. 
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Las fuerzas y momentos aerodinámicos derivan del uso de la combinación de la Teoría 
de cantidad de movimiento (TCM) junto la Teoría de elemento de pala (TEP) [7]. Para 
facilitar el entendimiento de las ecuaciones que se mostrarán a continuación 
describiremos algunos parámetros implicados que se pueden encontrar de forma más 
detallada en el trabajo realizado por Cabeza Doña, A [7]. 
𝜎: 𝑟𝑒𝑙𝑎𝑐𝑖ó𝑛 𝑑𝑒 𝑠𝑜𝑙𝑖𝑑𝑒𝑧 
𝑎: 𝑝𝑒𝑛𝑑𝑖𝑒𝑛𝑡𝑒 𝑑𝑒 𝑒𝑙𝑒𝑣𝑎𝑐𝑖ó𝑛 
𝜇: 𝑟𝑒𝑙𝑎𝑐𝑖ó𝑛 𝑑𝑒𝑙 𝑎𝑣𝑎𝑛𝑐𝑒 𝑑𝑒𝑙 𝑟𝑜𝑡𝑜𝑟 
𝜃0: á𝑛𝑔𝑢𝑙𝑜 𝑑𝑒 𝑡𝑜𝑟𝑠𝑖ó𝑛 𝑖𝑛𝑖𝑐𝑖𝑎𝑙 
 
𝜃𝑡𝑤: á𝑛𝑔𝑢𝑙𝑜 𝑑𝑒 𝑡𝑜𝑟𝑠𝑖ó𝑛 𝑑𝑒 𝑙𝑎 𝑝𝑎𝑙𝑎 
𝜆: 𝑟𝑒𝑙𝑎𝑐𝑖ó𝑛 𝑑𝑒 𝑒𝑛𝑡𝑟𝑎𝑑𝑎 𝑑𝑒 𝑎𝑖𝑟𝑒 
𝑣𝑖: 𝑣𝑒𝑙𝑜𝑐𝑖𝑑𝑎𝑑 𝑖𝑛𝑑𝑢𝑐𝑖𝑑𝑎 
𝜌: 𝑑𝑒𝑛𝑠𝑖𝑑𝑎𝑑 𝑑𝑒𝑙 𝑎𝑖𝑟𝑒 
 
4.6.1 Fuerzas aerodinámica 
 Fuerzas de Empuje o de Thrust: 
Se considera que las Fuerzas de Thrust generadas por cada hélice son perpendiculares 
al disco que describe el rotor y alineadas con el eje Z apuntando en dirección negativa. 
Las fuerzas generadas en cada rotor vienen descritas por: 
𝑇𝑗 = 𝐶𝑇𝑗𝜌𝑆(Ω𝑗𝑅)
2
 (4.25) 
 
Donde  Ω𝑗 corresponde a la velocidad angular de cada rotor, 𝑅 al radio descrito de las 
palas, 𝑆 a la superficie y 𝐶𝑇𝑗  al coeficiente de Thrust el cual se calcula de la siguiente 
forma: 
𝐶𝑇𝑗
𝜎𝑎
= (
1
6
+
1
4
𝜇𝑗
2) 𝜃0 − (1 + 𝜇𝑗
2)
𝜃𝑡𝑤
8
−
1
4
𝜆𝑗 (4.26) 
 
La relación de avance del rotor y  la entrada de aire se pueden expresar como: 
𝜇𝑗 = 
√?̇?𝐵
2
+ ?̇?𝐵
2
Ω𝑗𝑅
=
√𝑢2 + 𝑣2
Ω𝑗𝑅
 
(4.27) 
𝜆𝑗 =
𝑣𝑖 − ?̇?𝐵
Ω𝑗𝑅
=
𝑣𝑖 − 𝑤
Ω𝑗𝑅
 (4.28) 
 
Por último, la fuerza de Thrust total que actúa sobre el cuerpo del quadrotor  es el 
resultado de la suma de cada una de las fuerzas generadas por la acción de cada hélice: 
𝑇𝐵 = −∑𝑇𝑗
4
𝑗=1
 (4.29) 
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 Fuerzas de Hub: 
La integración de todas las fuerzas horizontales que se ejercen sobre todos los 
elementos que componen las palas del rotor reciben el nombre de fuerzas de Hub. Estas 
se pueden expresar de una forma similar a las ecuaciones descritas en el apartado 
anterior 4.6.1: 
𝐻𝑗 = 𝐶𝐻𝑗𝜌𝑆(Ω𝑗𝑅)
2
 (4.30) 
 
𝐶𝐻𝑗  corresponde al coeficiente de Hub para cada rotor: 
𝐶𝐻𝑗
𝜎𝑎
= (
1
4𝑎
𝜇𝑗) 𝐶𝑑̅̅ ̅ +
1
4
𝜆𝑗𝜇𝑗 (𝜃0 −
𝜃𝑡𝑤
2
) (4.31) 
 
Donde 𝐶𝑑̅̅ ̅ es el coeficiente de drag o arrastre de la sección correspondiente a las ¾ de 
la sección de la cuerda o al valor medio del coeficiente de arrastre de las palas. Se ha de 
tener en cuenta, que esta fuerzas se ven afectadas por la dirección del viento hacia 
adelante y es habitual descomponerlas en los ejes X e Y. Por lo que se diferenciarán 
mediante los términos 𝐻𝑥𝑗 y 𝐻𝑦𝑗. 
4.6.2 Fuerza de gravedad 
La fuerza de gravedad (𝐹𝑔) se aplica sobre el CoG del quadrotor y se considera constante 
en modulo, con vector apuntando al centro de la tierra y alineado con el eje Z del eje 
inercial.  
Por lo que podemos describir la expresión de la fuerza de gravedad en el sistema de 
referencia cuerpo: 
𝐹𝑔𝐵 = 𝑅𝐸
𝐵 [
0
0
𝑚𝑔
] = 𝑚𝑔 [
− sin(𝜃)
cos(𝜃) sin(𝜙)
cos(𝜃) cos(𝜙)
] (4.32) 
 
4.6.3 Fuerzas de Drag o de arrastre 
La fuerza de drag o de arrastre (𝐹𝑑𝑟𝑎𝑔) consiste en una fuerza de fricción al movimiento 
que afecta al movimiento traslacional de la siguiente forma: 
𝐹𝑑𝑟𝑎𝑔 =
1
2
𝐶𝑑𝑓𝜌𝐴|𝑣|𝑣 
(4.33) 
 
Donde 𝐴 hace referencia al área del quadrotor, 𝐶𝑑𝑓 al coeficiente de la fuerza de drag y 
𝑣 a la velocidad relativa al aire. 
Se considera que la fuerza se aplica sobre el CoG del quadrotor con lo que podemos 
considerar despreciable los posibles pares de fuerza generados. 
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4.6.4 Representación matricial de las Fuerzas (FB) 
En este apartado, se representaran las fuerzas que actúan en la ecuación (4.18) de forma 
matricial (4.34) y que en el apartado 4.7 se utilizará para representar las ecuaciones 
finales de nuestro modelo no lineal: 
[
𝐹𝑥𝐵
𝐹𝑧𝐵
𝐹𝑦𝐵
] =
[
 
 
 
 
 
 
 
 
−∑𝐻𝑥𝑗
4
𝑗
−
1
2
𝐶𝑑𝑓𝜌𝐴|𝑢|𝑢
−∑𝐻𝑦𝑗
4
𝑗
−
1
2
𝐶𝑑𝑓𝜌𝐴|𝑣|𝑣
−∑𝑇𝑗
4
𝑗=1
−
1
2
𝐶𝑑𝑓𝜌𝐴|𝑤|𝑤
]
 
 
 
 
 
 
 
 
+ 𝑅𝐸
𝐵 [
0
0
𝑚𝑔
] (4.34) 
 
4.6.5 Momentos aerodinámicos 
 Momento de arrastre o Drag moment: 
Se denomina momento de arrastre o Drag moment al momento ejercido sobre el eje 
del rotor a causa de las fuerzas aerodinámicas que actúan sobre los elementos  de las 
palas. Las fuerzas horizontales que actúan sobre este causan que el rotor deba aumentar 
la potencia requerida para realizar el giro. Este momento se puede expresar mediante: 
𝑄𝑚𝑗 = 𝐶𝑄𝑗𝜌𝑆(Ω𝑗𝑅)
2
𝑅 (4.35) 
 
𝐶𝑄𝑗  corresponde al coeficiente del Momento de arrastre de cada rotor: 
𝐶𝑄𝑗
𝜎𝑎
=
1
8𝑎
(1 + 𝜇𝑗
2)𝐶𝑑̅̅ ̅ + 𝜆𝑗 (
1
6
𝜃0 −
𝜃𝑡𝑤
8
−
1
4
𝜆𝑗) (4.36) 
 
 Momento de balanceo o Rolling moment: 
El momento de balanceo surge debido al efecto de aleteo de las palas de la hélice 
cuando el quadrotor se encuentra avanzando hacia adelante debido a la diferencia de 
elevación que experimenta la pala de avance con respecto a la de retroceso. La 
expresión del momento de balanceo es la siguiente: 
 𝑅𝑚𝑗 = 𝐶𝑅𝑗𝜌𝑆(Ω𝑗𝑅)
2
𝑅 (4.37) 
 
Donde 𝐶𝑅𝑗  corresponde al coeficiente del momento de balanceo expresado por: 
𝐶𝑅𝑗
𝜎𝑎
= −𝜇𝑗 (
1
6
𝜃0 −
𝜃𝑡𝑤
8
−
1
4
𝜆𝑗) (4.38) 
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Se ha de tener en cuenta, que el efecto de este momento se descompondrá en los ejes 
de rotación X e Y diferenciándose por los términos 𝑅𝑚𝑥𝑗 y 𝑅𝑚𝑦𝑗. Por lo que el efecto que 
tendrá sobre los distintos ejes será el siguiente:  
 Momento de balanceo o Rolling moment sobre el eje de Roll (𝝓) debido al 
vuelo hacia delante: 
𝑅𝑚𝜙 =∑(−1)
𝑗+1𝑅𝑚𝑥𝑗
4
𝑗=1
 (4.39) 
 Momento de cabeceo  o de Pitching  sobre el eje de Pitch (𝜽)  debido al vuelo 
lateral: 
𝑅𝑚𝜃 =∑(−1)
𝑗+1𝑅𝑚𝑦𝑗
4
𝑗=1
 (4.40) 
 
 Momento inducido por los actuadores: 
Los  momentos inducidos por las fuerzas de Thrust  son los principales pares de fuerza 
que actúan sobre el quadrotor. Las diferentes fuerzas de Thrust que intervienen en cada 
rotor nos resultarán útiles para controlar los ángulos de Pitch y Roll del quadrotor. Las 
expresiones que describen este momento inducido son las siguientes: 
 Momento inducido por las fuerzas de Thrust para el ángulo de Roll: 
𝜏𝑖𝜙 = 𝑙(𝑇4 − 𝑇2) = 𝑙(𝑇𝑙𝑒𝑓𝑡 − 𝑇𝑟𝑖𝑔ℎ𝑡) (4.41) 
Donde 𝑙 es la longitud del centro de cada rotor al centro de masas. 
 Momento inducido por las fuerzas de Thrust para el ángulo de Pitch: 
𝜏𝑖𝜃 = 𝑙(𝑇1 − 𝑇3) = 𝑙(𝑇𝑓𝑟𝑜𝑛𝑡 − 𝑇𝑟𝑒𝑎𝑟) (4.42) 
 
 Momento inducido por las fuerzas de Thrust para el ángulo de Yaw: 
𝜏𝑖𝜓 = 𝜏1 + 𝜏2 + 𝜏3 + 𝜏4 = 𝜏𝑓𝑟𝑜𝑛𝑡 + 𝜏𝑟𝑖𝑔ℎ𝑡 + 𝜏𝑟𝑒𝑎𝑟 + 𝜏𝑙𝑒𝑓𝑡 (4.43) 
 
 Momento inducido por las Fuerzas de Hub: 
Las fuerzas de Hub producen una contribución a los momentos de Pitching, Rolling y 
Yawing tal y como sucede con las fuerzas de Thrust. 
 Momento de Hub que afecta al Balanceo debido al vuelo lateral: 
𝐻𝜙 = ℎ∑𝐻𝑦𝑗
4
𝑗
 (4.44) 
Donde  ℎ es la distancia entre el plano horizontal del rotor a el CoG de este. 
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 Momento de Hub que afecta al Cabeceo debido al vuelo hacia delante: 
𝐻𝜃 = ℎ∑𝐻𝑥𝑗
4
𝑗
 (4.45) 
 
En el caso del efecto que producen sobre el movimiento de Guiñada se debe a un 
desbalance de las fuerzas de Hub durante los vuelos hacia delante y lateral: 
  Momento de Hub que afecta al movimiento de Guiñada debido al vuelo hacia 
delante: 
𝐻𝜓𝑓𝑤 = 𝑙(𝐻𝑥2 − 𝐻𝑥4) =  𝑙(𝐻𝑥𝑟𝑖𝑔ℎ𝑡 −𝐻𝑥𝑙𝑒𝑓𝑡) (4.46) 
 
 Momento de Hub que afecta al movimiento de Guiñada debido al vuelo hacia 
delante: 
𝐻𝜓𝑠𝑤 = 𝑙(𝐻𝑦3 − 𝐻𝑦1) = 𝑙(𝐻𝑦𝑟𝑒𝑎𝑟 − 𝐻𝑦𝑓𝑟𝑜𝑛𝑡) (4.47) 
 
4.6.6 Efecto giroscópico causado por los momentos de cabeceo o 
balanceo 
Los pares de fuerzas ejercidos sobre las hélices del quadrotor se deben a tres diferentes 
efectos inducidos por los giroscopios y que dependen de la inercia del rotor (𝐽𝑟), la 
velocidad del rotor ( 𝑣𝑟) y su velocidad angular(Ω𝑗) en el sistema de referencia cuerpo.  
Γ =∑( 𝐽𝑟 𝑣𝑟 𝑥 Ω𝑗)
4
𝑗=1
 (4.48) 
 
Estos efectos se pueden expresar de la siguiente forma: 
 Momento de giro del rotor sobre Roll: 
Γ𝜙 = J𝑟𝑞(Ω4 + Ω2 − Ω1 − Ω3) = (Ω𝑙𝑒𝑓𝑡 + Ω𝑟𝑖𝑔ℎ𝑡 − Ω𝑓𝑟𝑜𝑛𝑡 − Ω𝑟𝑒𝑎𝑟) (4.49) 
 
 Momento de giro del rotor sobre Pitch: 
Γ𝜃 = J𝑟𝑝(Ω1 + Ω3 − Ω2 − Ω4) = (Ω𝑙𝑒𝑓𝑡 + Ω𝑟𝑖𝑔ℎ𝑡 − Ω𝑓𝑟𝑜𝑛𝑡 − Ω𝑟𝑒𝑎𝑟) (4.50) 
 
 Momento de giro del rotor sobre Yaw o Counter- Torque: 
Γ𝜓 = J𝑟(Ω̇4 + Ω̇2 − Ω̇1 − Ω̇3) = (Ω̇𝑙𝑒𝑓𝑡 + Ω̇𝑟𝑖𝑔ℎ𝑡 − Ω̇𝑓𝑟𝑜𝑛𝑡 − Ω̇𝑟𝑒𝑎𝑟) (4.51) 
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4.6.7 Representación matricial de los Momentos (τB) 
En este apartado, se representaran los momentos que actúan en la ecuación (4.24) de 
forma matricial (4.52) donde Ωr = Ω4 + Ω2 - Ω1  - Ω3 = Ωleft + Ωright - Ωfront  - Ωrear, 
T4 = Tleft, T2 = Tright, T1 = Tfront y T3 = Trear. En el apartado 4.7 se utilizará la ecuación 
(4.52) para representar las ecuaciones finales de nuestro modelo no lineal: 
[
𝜏𝑥𝐵
𝜏𝑦𝐵
𝜏𝑧𝐵
] =
[
 
 
 
 
 
 
 
 
𝐽
𝑟
𝑞Ω𝑟 + 𝑙(𝑇4 − 𝑇2) − ℎ∑𝐻𝑦𝑗
4
𝑗
+∑(−1)𝑗+1𝑅
𝑚𝑥𝑗
4
𝑗=1
−𝐽
𝑟
𝑝Ω𝑟 + 𝑙(𝑇1 − 𝑇3) + ℎ∑𝐻𝑥𝑗
4
𝑗
+∑(−1)𝑗+1𝑅𝑚𝑦𝑗
4
𝑗=1
 
+𝐽
𝑟
Ω̇𝑟 +∑(−1)
𝑗𝑄
𝑚𝑗
4
𝑗=1
+ 𝑙(𝐻𝑥2 − 𝐻𝑥4) + 𝑙(𝐻𝑦3 − 𝐻𝑦1)
]
 
 
 
 
 
 
 
 
 (4.52) 
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4.7 Ecuaciones del modelo no lineal 
Las ecuaciones del modelo no lineal que describen el comportamiento del quadrotor se 
expresan a continuación Ωr = Ω4 + Ω2 - Ω1  - Ω3 = Ωleft + Ωright - Ωfront  - Ωrear, T4 = Tleft, 
T2 = Tright, T1 = Tfront y T3 = Trear. Estas ecuaciones derivan del apartado 4.5 junto a 
todas las fuerzas y momentos detallados en 4.6. Y serán utilizadas para el desarrollo del 
control de actitud de la aeronave. 
{
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 𝐽𝑥𝑥?̇? = 𝑞𝑟(𝐽𝑦𝑦 − 𝐽𝑧𝑧) + 𝐽𝑟𝑞Ω𝑟 + 𝑙(𝑇4 − 𝑇2) − ℎ∑𝐻𝑦𝑗
4
𝑗
+∑(−1)𝑗+1𝑅𝑚𝑥𝑗
4
𝑗=1
𝐽𝑦𝑦?̇? = 𝑝𝑟(𝐽𝑧𝑧 − 𝐽𝑥𝑥) − 𝐽𝑟𝑝Ω𝑟 + 𝑙(𝑇1 − 𝑇3) + ℎ∑𝐻𝑥𝑗
4
𝑗
+∑(−1)𝑗+1𝑅𝑚𝑦𝑗
4
𝑗=1
 
𝐽𝑧𝑧?̇? = 𝑝𝑞(𝐽𝑥𝑥 − 𝐽𝑦𝑦) + 𝐽𝑟Ω̇𝑟 +∑(−1)
𝑗𝑄𝑚𝑗
4
𝑗=1
+ 𝑙(𝐻𝑥2 − 𝐻𝑥4) + 𝑙(𝐻𝑦3 − 𝐻𝑦1)
?̇? = 𝑝 + sin(𝜙) tan(𝜃) 𝑞 + cos(𝜙) tan(𝜃) 𝑟
?̇? = cos(𝜙) 𝑞 −sin(𝜙) 𝑟
?̇? = sin(𝜙) sec(𝜃) 𝑞 + cos(𝜙) sec(𝜃) 𝑟
𝑚?̇? = 𝑚(𝑟𝑣 − 𝑞𝑤) − sin 𝜃𝑚𝑔 −∑𝐻𝑥𝑗
4
𝑗
−
1
2
𝐶𝑑𝑓𝜌𝐴|𝑢|𝑢
𝑚?̇? = 𝑚(𝑝𝑤 − 𝑟𝑢) + cos 𝜃 sin𝜙𝑚𝑔 −∑𝐻𝑦𝑗
4
𝑗
−
1
2
𝐶𝑑𝑓𝜌𝐴|𝑣|𝑣
𝑚?̇? = 𝑚(𝑞𝑢 − 𝑞𝑣) + cos 𝜃 cos𝜙𝑚𝑔 −∑𝑇𝑗
4
𝑗=1
−
1
2
𝐶𝑑𝑓𝜌𝐴|𝑤|𝑤
𝑚?̈? = 𝑅𝐵
𝐸
11
(𝑚(𝑟𝑣 − 𝑞𝑤) −∑𝐻𝑥𝑗
4
𝑗
−
1
2
𝐶𝑑𝑓𝜌𝐴|𝑢|𝑢) + 𝑅𝐵
𝐸
12
(𝑚(𝑝𝑤 − 𝑟𝑢) −∑𝐻𝑦𝑗
4
𝑗
−
1
2
𝐶𝑑𝑓𝜌𝐴|𝑣|𝑣) + ⋯
…+ 𝑅𝐵
𝐸
13
(𝑚(𝑞𝑢 − 𝑝𝑣) −∑𝑇𝑗
4
𝑗=1
−
1
2
𝐶𝑑𝑓𝜌𝐴|𝑤|𝑤)
𝑚?̈? = 𝑅𝐵
𝐸
21
(𝑚(𝑟𝑣 − 𝑞𝑤) −∑𝐻𝑥𝑗
4
𝑗
−
1
2
𝐶𝑑𝑓𝜌𝐴|𝑢|𝑢) + 𝑅𝐵
𝐸
22
(𝑚(𝑝𝑤 − 𝑟𝑢) −∑𝐻𝑦𝑗
4
𝑗
−
1
2
𝐶𝑑𝑓𝜌𝐴|𝑣|𝑣) +⋯
…+ 𝑅𝐵
𝐸
23
(𝑚(𝑞𝑢 − 𝑝𝑣) −∑𝑇𝑗
4
𝑗=1
−
1
2
𝐶𝑑𝑓𝜌𝐴|𝑤|𝑤)
𝑚?̈? = 𝑅𝐵
𝐸
31
(𝑚(𝑟𝑣 − 𝑞𝑤) −∑𝐻𝑥𝑗
4
𝑗
−
1
2
𝐶𝑑𝑓𝜌𝐴|𝑢|𝑢) + 𝑅𝐵
𝐸
32
(𝑚(𝑝𝑤 − 𝑟𝑢) −∑𝐻𝑦𝑗
4
𝑗
−
1
2
𝐶𝑑𝑓𝜌𝐴|𝑣|𝑣) + ⋯
…+ 𝑅𝐵
𝐸
33
(𝑚(𝑞𝑢 − 𝑝𝑣) −∑𝑇𝑗
4
𝑗=1
−
1
2
𝐶𝑑𝑓𝜌𝐴|𝑤|𝑤) +𝑚𝑔
 
 
(4.53) 
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4.8 Modelado del motor de continua 
Generalmente, los quadrotor disponen de un motor eléctrico de corriente continua sin 
escobillas o BLDC (brushless direct current). Por este motivo es importante describir a 
continuación el modelo matemático que describe la dinámica del motor y que se 
utilizará en el simulador no lineal. 
Las ecuaciones que detallan el modelo de segundo orden del motor son: 
 Variación de corriente: 
𝑑𝑖(𝑡)
𝑑𝑡
= −
𝑅𝑚𝑜𝑡
𝐿
𝑖(𝑡) −
𝐾𝑒
𝐿
𝑤𝑚(𝑡) +
1
𝐿
𝑉𝑠 (4.54) 
 
Donde Rmot, i(t), Ke, wm(t), L y Vs  corresponden respectivamente a la resistencia, 
corriente, coeficiente de fuerza electromotriz, velocidad angular, inductancia y voltaje 
de alimentación del motor. 
 Variación de velocidad angular del motor: 
𝑑𝑤𝑚(𝑡)
𝑑𝑡
=
𝐾𝑇
𝐼𝑡
𝑖(𝑡) −
𝐾𝑓
𝐼𝑡
𝑤𝑚(𝑡) +
1
𝐼𝑡
𝑇𝐿 (4.55) 
 
Donde KT, Kf, It y TL  corresponden respectivamente al coeficiente de par, coeficiente 
de fricción, inercia total y par de carga del motor. 
Los parámetros de las ecuaciones (4.54) y (4.55)  correspondientes al AscTec 
Hummingibird han sido identificados en el trabajo de Cabeza Doña, A [7].  
A continuación, se muestran los valores encontrados en [7] y utilizados en este proyecto 
en la Tabla 4: 
PARÁMETROS IDENTIFICADOS DEL MOTOR ASCTEC HUMMINGBIRD 
Resistencia (Rmot)  0,5880 [Ω] 
Inductancia (L)  1,0000e-03 [H] 
Coeficiente de fuerza electromotriz  (Ke) 0,0090 [V·s/rad] 
Coeficiente de par motor (KT) 0,0090 [N·m/A] 
Coeficiente de fricción (Kf) 1,1468e-05 [Nm·s·rad-1] 
Inercia total (It) 8,6720e-06 [kg·m2] 
Tabla 4 – Parámetros identificados  del motor AscTec Hummingbird 
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4.9 Simulador del modelo no lineal en Matlab Simulink 
En este último apartado del capítulo 4 se recopila las diferentes ecuaciones enunciadas 
en este mismo capítulo para implementar en Matlab Simulink un simulador del modelo 
no lineal basado en el simulador ofrecido por [36], Figura 29, que nos permita simular el 
comportamiento del AscTec Hummingbird bajo diferentes situaciones  y acabar de 
sintonizar los diferentes sistemas de control desarrollados en los siguientes capítulos.  
 
Figura 29 - Simulador modelo no lineal. 
A continuación, se muestra en la Tabla 5 los parámetros utilizados por las diferentes 
estructuras junto a los datos de la Tabla 4 que permiten el funcionamiento del 
simulador. 
PARÁMETROS SIMULADOR NO LINEAL ASCTEC HUMMINGBIRD 
Masa del quadrotor (m) 0,6350 [kg] 
Momento de inercia (Jxx) 0,0036 [kg·m2] 
Momento de inercia (Jyy) 0,0036 [kg·m2] 
Momento de inercia (Jzz) 0,0070 [kg·m2] 
Longitud del centro de cada rotor al centro de masas (l) 0,1720 [m] 
Distancia entre el plano horizontal del rotor a el CoG (h) 0,0404 [m] 
Radio de las palas (R) 0,1000 [m] 
Superficie descrita por las palas (S) 0,0314 [m2] 
Constante de gravedad (g) 9,81 [m/s2] 
Momento de inercia del rotor (Jr) 1,3020e-06 [kg·m2] 
Relación de solidez (σ) 0,0687 
Pendiente de elevación (a) 5,5 
Ángulo de torsión inicial (Ɵ0) 0,4700 [rad] 
Ángulo de torsión de la pala (Ɵtw) 0,3200 [rad] 
Densidad del aire (ρ) 1,2250 [kg/m3] 
Coeficiente de arrastre del rotor (Cdr)  0,0091 
Coeficiente de arrastre (𝑪𝒅̅̅̅̅ ) 1,1760e-07 
Coeficiente de fuerza de drag (Cdf) 7,5000e-07 
Tabla 5 - Parámetros simulador no lineal AscTec Hummingbird 
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5.  Obtención del modelo lineal para el diseño del control de Actitud 
Es importante que antes de comenzar con el diseño del control de actitud esbocemos 
un diagrama de bloques que represente el contenido utilizado por nuestro simulador y 
que podemos ver representado en la siguiente Figura 30. 
 
Figura 30 - Diagrama de bloques del modelo del AscTec Hummingbird 
Como entradas del sistema de control escogemos las entradas del bloque de Control 
Mixing que corresponden a φcorrection, Ɵcorrection, ѱcorrection y Zcorrection. Como salidas del 
sistema utilizaremos p, q, r, φ, Ɵ, ѱ, u, v, w, X, Y y Z que representan respectivamente 
la variación angular de la aeronave, la actitud del quadrotor, la velocidad lineal 
representada en (𝑭𝑩) y la posición en (𝑭𝑬). 
Una vez decidido las entradas y salidas del sistema se procederá a obtener una 
representación lineal de éste en espacio de estados: 
𝑑𝑥(𝑡)
𝑑𝑡
= 𝐴 · 𝑥(𝑡) + 𝐵 · 𝑢(𝑡) (5.1) 
 
Donde el vector de estados x(t) y el vector de entradas u(t) son: 
𝑥(𝑡) = [𝑝, 𝑞, 𝑟, 𝜙, 𝜃, 𝜓, 𝑢, 𝑣, 𝑤, 𝑋, 𝑌, 𝑍]𝑇 
 
(5.2) 
 
𝑢(𝑡) = [𝜙𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛, 𝜃𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛, 𝜓𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛, 𝑍𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛]
𝑇 (5.3) 
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Sin embargo, antes de entrar en detalle del diseño del control de actitud. Cabe destacar 
que como se ha visto en los capítulos 4 y 5, el modelo que describe la dinámica y la 
cinemática del quadrotor y la dinámica del motor es no lineal. Además, podemos 
observar en (5.2) y (5.3) que disponemos de múltiples entradas y salidas con lo que 
tenemos un problema de control multivariable. Implicando que trabajar directamente 
con dicho modelo dificultará el diseño del controlador lineal. 
Para poder realizar el diseño del control lineal se realizará previamente la linealización 
de los bloques que representan el modelo dinámico y cinemático de la aeronave como 
de los rotores de ésta. Permitiéndonos así poder aplicar las técnicas de control 
mencionadas en el capítulo 2 y evaluadas sobre un punto de equilibro fijado que 
denominaremos Hover de una forma más sencilla. 
A continuación, se procede a detallar en el siguiente apartado el primero de los bloques 
que intervienen en el diagrama de bloques (Fig. 30) que corresponde al bloque de 
Control Mixing. 
5.1 Control Mixing 
Este bloque denominado Control Mixing consiste en una relación matemática de las 
entradas representadas en el diagrama de bloques que podemos observar en la Figura 
30 y mencionadas en la ecuación (5.3). Con el fin de obtener las diferentes consignas de 
incremento de velocidad angular de los rotores en función de las correcciones  de 
actitud obtenidas a través del control de actitud   y que irán de un 0 a 1. 
Para obtener dicha relación se utiliza el sistema de referencia que utiliza la unidad de 
medida inercial o IMU, que se puede observar en la Figura 21 del apartado 4.3 y 
corresponde con el sistema de referencia cuerpo. 
La relación matemática descrita en el bloque de Control Mixing es la siguiente: 
Ω𝑓𝑟𝑜𝑛𝑡_𝑐𝑚𝑑 = −𝑍𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛 + 𝜃𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛 − 𝜓𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛
Ω𝑟𝑖𝑔ℎ𝑡_𝑐𝑚𝑑 = −𝑍𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛 − 𝜙𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛 + 𝜓𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛
Ω𝑟𝑒𝑎𝑟_𝑐𝑚𝑑 = −𝑍𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛 − 𝜃𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛 − 𝜓𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛
Ω𝑙𝑒𝑓𝑡_𝑐𝑚𝑑 = −𝑍𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛 + 𝜙𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛 + 𝜓𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛
 (5.4) 
 
Gracias a esta relación logramos desacoplar la interacción de las acciones de control 
sobre los rotores de la aeronave facilitándonos el diseño del control mediante lazos de 
control independientes unos de los otros. 
En el siguiente apartado se detalla el bloque correspondiente al modelo que contiene 
la dinámica de los diferentes motores utilizado para el diseño del control.  
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5.2 Linealización del modelo del motor 
Para obtener la linealización del modelo del motor utilizaremos el simulador 
desarrollado por Cabeza Doña, A [7] en Matlab Simulink. Con el fin de obtener un 
modelo de primer orden que describa el comportamiento del motor. 
Para obtener el modelo de primer orden se ha utilizado la herramienta de identificación 
de sistemas ident ofrecida por la toolbox de control de Matlab. A partir de los datos 
obtenidos, que se muestran en la siguiente Figura 31, se obtiene una velocidad angular 
del motor de unos 1.451 [rad/s] para una tensión de entrada de 15,5 [V] teniendo en 
cuenta que el par de carga del rotor es nulo para los cuatro rotores. 
 
Figura 31 - Respuesta del Rotor en [rad/s]  para una tensión de entra de 15.5 [V] 
Utilizando la herramienta de identificación de sistemas ident se obtiene la siguiente 
función de transferencia de primer orden que describe la relación entre la velocidad 
angular y la tensión de alimentación del motor: 
𝑤𝑚
𝑉𝑠
(𝑠) =
𝐾𝑒−𝑇𝑑𝑠
1 + 𝜏𝑠
 (5.5) 
Donde la ganancia estática del sistema (K) es de 93,381 [(rad/s)/V], la constante de 
tiempo (τ) de 0,065761 segundos y un retraso (Td) de 0,068364. 
Como podemos ver la constante de tiempo tiene un valor muy pequeño. Con lo que 
podemos afirmar que la dinámica del modelo del rotor será lo bastante rápida, con 
respecto al sistema que representa el quadrotor, para aproximar este sistema de primer 
orden a una ganancia estática con el fin de facilitar los cálculos y que denominaremos: 
𝐾𝑚 = 93,381 [(
𝑟𝑎𝑑
𝑠
)/𝑉] (5.6) 
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Finalmente si utilizamos la relación expresada en el apartado 5.2 junto la ganancia 
estática descrita en la ecuación (5.6). Obtendremos el modelo lineal que representará 
la dinámica de los diferentes rotores (5.7): 
Ω𝑓𝑟𝑜𝑛𝑡 = 𝐾𝑚 ∗ (−𝑍𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛 + 𝜃𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛 − 𝜓𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛)
Ω𝑟𝑖𝑔ℎ𝑡 = 𝐾𝑚 ∗ (−𝑍𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛 − 𝜙𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛 + 𝜓𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛)
Ω𝑟𝑒𝑎𝑟 = 𝐾𝑚 ∗ (−𝑍𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛 − 𝜃𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛 − 𝜓𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛)
Ω𝑙𝑒𝑓𝑡 = 𝐾𝑚 ∗ (−𝑍𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛 + 𝜙𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛 + 𝜓𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛)
 (5.7) 
 
Una vez obtenida la relación (5.7) que nos permite describir las entradas del Control 
Mixing con las salidas de velocidad angular de los rotores del AscTec Hummingbird. Se 
procede en el siguiente apartado a linealizar el modelo que detalla la dinámica y 
cinemática del quadrotor. 
5.3 Linealización del modelo del AscTec Hummingbird 
Como se ha mencionado al principio de este capítulo, la linealización del modelo del 
AscTec Hummingbird se realizará sobre un punto de equilibrio escogido al cual 
denominaremos Hover y que se utiliza habitualmente en este tipo de aeronaves. 
Este punto de equilibrio se caracteriza por mantener el quadrotor con una actitud 
estable y permaneciendo en un punto fijo del espacio mientras sostiene su propio peso. 
Trabajar en Hover implica que tanto las fuerzas de Hub como los momentos de balanceo 
sean negligibles y que los coeficientes de Thrust (CT) y Drag (CQ) sean constantes. 
Obteniendo las siguientes aproximaciones de las Fuerzas de Thrust (Tj) y de los 
Momentos de Arrastre (Qmj): 
 Fuerzas de Thrust en hover: 
𝑇ℎ𝑗 = 𝐾𝑇ℎΩ𝑗
2 (5.8) 
 
Donde KTh viene expresado en la siguiente ecuación a partir de las ecuaciones (4.25) y 
(4.26) del capítulo 4: 
𝐾𝑇ℎ = 𝐶𝑇ℎ𝜌𝑆𝑅
2 (5.9) 
 
 Momento de Arrastre en hover: 
𝑄𝑚ℎ𝑗 = 𝐾𝑄ℎΩ𝑗
2 (5.10) 
 
Donde KQh viene expresado en la siguiente ecuación a partir de las ecuaciones (4.35) y 
(4.36) del capítulo 4: 
𝐾𝑄ℎ = 𝐶𝑄ℎ𝜌𝑆𝑅
3 (5.11) 
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Partiendo de las ecuaciones que describen el comportamiento no lineal del AscTec 
Hummingbird (4.53) en el capítulo 4 y mediante las ecuaciones (5.7), (5.8) y (5.11) del 
capítulo 5. Se procede a representar a continuación el espacio de estados no lineal, 
mediante el formato matricial dx(t)/dt = f(X, U)  y cuyos vectores de estados y entradas 
han sido definidos en (5.2) y (5.3). Además, se ha tenido en cuenta las simplificaciones 
mencionas al principio de este apartado que nos facilitará el cálculo de las expresiones 
de las matrices lineales del sistema. 
  
𝑓(𝑋, 𝑈) =
[
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 ?̇? =
[𝑞𝑟(𝐽𝑦𝑦 − 𝐽𝑧𝑧) + 𝐽𝑟𝑞Ω𝑟 + 𝑙(𝑇ℎ4 − 𝑇ℎ2)]
𝐽𝑥𝑥
?̇? =
[𝑝𝑟(𝐽𝑧𝑧 − 𝐽𝑥𝑥) − 𝐽𝑟𝑝Ω𝑟 + 𝑙(𝑇ℎ1 − 𝑇ℎ3)] 
𝐽𝑦𝑦
?̇? =
[𝑝𝑞(𝐽𝑥𝑥 − 𝐽𝑦𝑦) + ∑ (−1)
𝑗𝑄𝑚ℎ𝑗
4
𝑗=1 ]
𝐽𝑧𝑧
?̇? = 𝑝 + sin(𝜙) tan(𝜃) 𝑞 + cos(𝜙) tan(𝜃) 𝑟
?̇? = cos(𝜙) 𝑞 −sin(𝜙) 𝑟
?̇? = sin(𝜙) sec(𝜃) 𝑞 + cos(𝜙) sec(𝜃) 𝑟
?̇? =
[𝑚(𝑟𝑣 − 𝑞𝑤) − sin 𝜃𝑚𝑔 −
1
2𝐶𝑑𝑓𝜌𝐴
|𝑢|𝑢]
𝑚
?̇? =
[𝑚(𝑝𝑤 − 𝑟𝑢) + cos 𝜃 sin 𝜙𝑚𝑔 −
1
2𝐶𝑑𝑓𝜌𝐴
|𝑣|𝑣]
𝑚
?̇? =
[𝑚(𝑞𝑢 − 𝑝𝑣) + cos 𝜃 cos𝜙𝑚𝑔 − ∑ 𝑇ℎ𝑗
4
𝑗=1 −
1
2𝐶𝑑𝑓𝜌𝐴
|𝑤|𝑤]
𝑚
?̇? = 𝑅𝐵
𝐸
11
𝑢 + 𝑅𝐵
𝐸
12
𝑣+𝑅𝐵
𝐸
13
𝑤
?̇? = 𝑅𝐵
𝐸
21
𝑢 + 𝑅𝐵
𝐸
22
𝑣+𝑅𝐵
𝐸
23
𝑤
?̇? = 𝑅𝐵
𝐸
31
𝑢 + 𝑅𝐵
𝐸
32
𝑣+𝑅𝐵
𝐸
3
𝑤 ]
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
(5.12) 
Donde Ωr = Ω4 + Ω2 - Ω1  - Ω3 = Ωleft + Ωright - Ωfront  - Ωrear, Th4 = Thleft, Th2 = Thright,  
Th1 = Thfront, Th3 = Threar y 𝑅𝐵
𝐸  corresponde a la matriz de rotación descrita en (4.9) del 
capítulo 4. 
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Para encontrar el valor del punto de equilibrio igualaremos a cero las ecuaciones de 
(5.12). Además, se tendrá en cuenta que se parte de la posición de Hover. Implicando 
que las velocidades lineales y el valor de los ángulos de orientación  como las respectivas 
variaciones de éste son nulos. Obteniendo varios puntos de equilibrio a través del 
programa 1 de Matlab anexado a la memoria. Finalmente, el punto de equilibrio más 
razonable para nuestro sistema, corresponde al vector de estados y vector de entradas 
representados en la siguiente tabla: 
PUNTO DE EQUILIBRIO (HOVER) 
Estados en equilibrio: 
p 0 [rad/s] 
q 0 [rad/s] 
r 0 [rad/s] 
φ 0 [rad] 
Ɵ 0 [rad] 
ѱ 0 [rad] 
u 0 [m/s] 
v 0 [m/s] 
w 0 [m/s] 
X - [m] 
Y - [m] 
Z - [m] 
Entradas en equilibrio: 
φ correction 0 rad 
Ɵ correction 0 rad 
ѱcorrection 0 rad 
Zcorrction 
 
−
√
gm
𝐾𝑇ℎ
2𝐾𝑚
 [𝑚] 
 
Tabla 6 – Punto de equilibrio (Hover) 
Como podemos ver en la Tabla 6, los valores que corresponden a la posición del 
quadrotor pueden valer cualquier valor posible debido a que estos no afectan a la 
actitud de la aeronave. 
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Planteado el sistema matricial de ecuaciones no lineal definiremos el modelo lineal 
aplicando expansión en series de Taylor de primer orden alrededor del punto de 
equilibrio: 
Δ𝑋 = 𝐴Δ𝑋 + 𝐵Δ𝑈  
Δ𝑌 = 𝐶Δ𝑋 + 𝐷Δ𝑈  
Donde: 
Δ𝑋 = 𝑋 − 𝑋𝑒𝑞  
Δ𝑈 = 𝑈 − 𝑈𝑒𝑞  
Δ𝑌 = 𝑦 − 𝑦𝑒𝑞  
 
Utilizando series de Taylor, linealizamos el modelo alrededor del punto de equilibrio 
obtenido en la Tabla 6 y definimos las matrices Jacobianas de A y B a partir de las 
derivadas parciales de primer orden de cada una de las funciones que forman la 
expresión (5.12) y evaluadas en dicho punto. 
𝐴 =
[
 
 
 
 
𝛿𝑓1
𝛿𝑋1
| 𝑒𝑞 ⋯
𝛿𝑓1
𝛿𝑋12
| 𝑒𝑞
⋮ ⋱ ⋮
𝛿𝑓12
𝛿𝑋1
| 𝑒𝑞 ⋯
𝛿𝑓12
𝛿𝑋12
| 𝑒𝑞
]
 
 
 
 
 𝐵 =
[
 
 
 
 
𝛿𝑓1
𝛿𝑈1
| 𝑒𝑞 ⋯
𝛿𝑓1
𝛿𝑋4
| 𝑒𝑞
⋮ ⋱ ⋮
𝛿𝑓12
𝛿𝑈1
| 𝑒𝑞 ⋯
𝛿𝑓12
𝛿𝑋4
| 𝑒𝑞
]
 
 
 
 
  
 
A través del programa 1 de Matlab, anexado a la memoria de este proyecto, obtenemos 
las expresiones algebraicas de las matrices lineales A y B:  
𝐴 =
[
 
 
 
 
 
 
 
 
 
 
 
0 0 0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0 0 0
1 0 0 0 0 0 0 0 0 0 0 0
0 1 0 0 0 0 0 0 0 0 0 0
0 0 1 0 0 0 0 0 0 0 0 0
0 0 0 0 −𝑔 0 0 0 0 0 0 0
0 0 0 𝑔 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 1 0 0 0 0 0
0 0 0 0 0 0 0 1 0 0 0 0
0 0 0 0 0 0 0 0 1 0 0 0]
 
 
 
 
 
 
 
 
 
 
 
 (5.13) 
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𝐵 =
[
 
 
 
 
 
 
 
 
 
 
 
𝐵11 0 0 0
0 𝐵22 0 0
0 0 𝐵33 0
0 0 0 0
0 0 0 0
0 0 0 0
0 0 0 0
0 0 0 0
0 0 0 𝐵94
0 0 0 0
0 0 0 0
0 0 0 0 ]
 
 
 
 
 
 
 
 
 
 
 
 (5.14) 
 
Donde: 
𝐵11 =
2𝐾𝑚𝐾𝑇ℎ𝑙√
𝑔𝑚
𝐾𝑇ℎ
𝐽𝑥𝑥
 ,  𝐵22 =
2𝐾𝑚𝐾𝑇ℎ𝑙√
𝑔𝑚
𝐾𝑇ℎ
𝐽𝑦𝑦
 , 𝐵33 =
4𝐾𝑚𝐾𝑄ℎ𝑙√
𝑔𝑚
𝐾𝑇ℎ
𝐽𝑧𝑧
  𝑦 
𝐵94 =
4𝐾𝑚𝐾𝑇ℎ√
𝑔𝑚
𝐾𝑇ℎ
𝑚
 
 
 
Una vez tenemos las matrices lineales genéricas de A (5.13) y B (5.14) procederemos a 
sustituir los parámetros que se han obtenido utilizando el programa 2 de Matlab que se 
encuentra anexado a la memoria de este proyecto y  que podemos visualizar su valor en 
la Tabla 6. Este programa parte de las ecuaciones de los apartados 4.6.1 al 4.6.5 del 
capítulo 4 y de las ecuaciones (5.7) a la (5.11) de este mismo apartado evaluados sobre 
el punto de equilibrio encontrado. 
COEFICIENTES AERODINÁMICOS EN HOVER 
Avance del motor (μhj) 0,0000 
Coeficiente de entrada de aire (λhj) 0,0635 
Coeficiente de Thrust (CThj) 0,0085 
Coeficiente del Momento de arrastre (CQhj) 5,3872e-04 
Coeficiente del Momento de balanceo (CRhj) 0,0000 
Coeficiente de Hub (CHhj) 0,0000 
Constante de Thrust en hover (KThj) 3,2662e-06 
Constante Momento de arrastre en hover (KQhj) 2,0733e-08 
Tabla 7 – Coeficientes aerodinámicos en hover 
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Obteniendo así los valores numéricos correspondientes a la matriz de estados del 
sistema: 
𝐴 =
[
 
 
 
 
 
 
 
 
 
 
 
0 0 0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0 0 0
1 0 0 0 0 0 0 0 0 0 0 0
0 1 0 0 0 0 0 0 0 0 0 0
0 0 1 0 0 0 0 0 0 0 0 0
0 0 0 0 −9,81 0 0 0 0 0 0 0
0 0 0 9,81 0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0 0 0 0 0
0 0 0 0 0 0 1 0 0 0 0 0
0 0 0 0 0 0 0 1 0 0 0 0
0 0 0 0 0 0 0 0 1 0 0 0]
 
 
 
 
 
 
 
 
 
 
 
 (5.15) 
 
Y el valor de la matriz de entradas: 
𝐵 =
[
 
 
 
 
 
 
 
 
 
 
 
40,25 0 0 0
0 40,25 0 0
0 0 1,521 0
0 0 0 0
0 0 0 0
0 0 0 0
0 0 0 0
0 0 0 0
0 0 0 2,653
0 0 0 0
0 0 0 0
0 0 0 0 ]
 
 
 
 
 
 
 
 
 
 
 
 (5.16) 
 
Finalmente, de cara al diseño del control de actitud se contempla, en un principio, que 
todos los estados pueden ser medidos y que no hay perturbaciones. Pudiendo así 
determinar las matrices C y D del sistema lineal: 
𝐶 = [
1 ⋯ 0
⋮ ⋱ ⋮
0 ⋯ 1
]𝑑𝑒 𝑡𝑎𝑚𝑎ñ𝑜 [12𝑥12] 𝑦 𝐷 =  [
0 ⋯ 0
⋮ ⋱ ⋮
0 ⋯ 0
]  𝑑𝑒 𝑡𝑎𝑚𝑎ñ𝑜 [12𝑥4]   (5.17) 
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5.4 Estabilidad del modelo lineal  
En este apartado se comprueba la estabilidad del modelo obtenido en el apartado 5.3 
mediante la obtención de los valores propios de la matriz de estados A (5.15) e igualarlos 
a cero.  
𝑝(𝑠) = 𝑑𝑒𝑡(𝜆𝐼 − 𝐴) = 0 
 
Para ello se procede a calcular mediante la instrucción de Matlab eig(A) cuyo parámetro 
corresponde a dicha matriz obteniendo los siguientes resultados: 
VALORES PROPIOS DE LA MATRIZ DE ESTADOS A 
λ1 0 
λ2 0 
λ3 0 
λ4 0 
λ5 0 
λ6 0 
λ7 0 
λ8 0 
λ9 0 
λ10 0 
λ11 0 
λ12 0 
Tabla 8 – Valores propios de la matriz de estados A 
Como podemos ver en la Tabla 8 el sistema contiene 12 polos en el origen por lo que 
podemos determinar que nuestro sistema lineal es inestable y requiere de un sistema 
de control que garantice la estabilidad de éste. 
5.5 Controlabilidad del modelo lineal 
Al disponer de un sistema con 12 variables de estado es posible que no sea necesario 
controlarlas todas o que no sea posible. Es por este motivo que se requiere de un estudio 
previo de la controlabilidad del sistema. Un sistema de control de dimensión n, es 
completamente controlable en estado si existe una entrada definida entre [0, n – 1] tal 
que sea posible hacer pasar al sistema desde un estado inicial arbitrario a otro estado 
final en un periodo finito de tiempo. Tal y como se describe en Luis Moreno et al., 2003 
[24]. 
Para realizar el estudio se ha de calcular la matriz de controlabilidad de la siguiente 
forma: 
𝐶𝑂 = [𝐵 𝐴𝐵 … 𝐴𝑛−1𝐵] 
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Donde la condición necesaria y suficiente para que un sistema sea completamente 
controlable en estado es que el rango de la matriz de controlabilidad sea n. 
𝑟𝑎𝑛𝑔𝑜(𝐶𝑂) = 𝑛 
 
En nuestro caso calcularemos la matriz CO mediante la instrucción de Matlab ctrb(A, B) 
donde los parámetros de la función corresponden a las matrices obtenidas en el 
apartado 5.3 obteniendo como resultado una matriz que cuyo rango es 12. 
Por lo tanto podemos decir que nuestro sistema es totalmente controlable y que se 
puede llevar a cabo el diseño de nuestros controladores. 
5.6 Observabilidad del modelo lineal 
El término de observabilidad completa se puede definir (Luis Moreno et al., 2003 [24]) 
si todo estado inicial puede ser determinado a partir de la observación de la salida del 
sistema en un número finito de intervalos de muestreo. 
Para realizar el estudio de observabilidad se ha de calcular la matriz de observabilidad 
de la siguiente forma: 
𝑂𝐵 =  [𝐶 𝐶𝐴…  𝐶𝐴𝑛−1]𝑇 
 
Donde  la condición necesaria y suficiente para que un sistema sea observable es que el 
rango de la matriz de la observabilidad sea n. 
𝑟𝑎𝑛𝑔𝑜(𝑂𝐵) = 𝑛 
 
Como en el apartado anterior calcularemos la matriz de OB mediante la instrucción de 
Matlab obsv(A, C) donde los parámetros de la función corresponden a las matrices 
obtenidas en el apartado 5.3. 
En el caso de disponer todas las medidas del sistema obtenemos una matriz de 
observabilidad de rango 12 y por lo tanto podemos decir que nuestro sistema es 
totalmente observable.  
Sin embargo, el AscTec Hummingbird no dispone de la medición de todos los estados, 
tal y como podemos leer en el capítulo 3, por lo que será necesario de un sistema que 
permita estimar los estados restantes como por ejemplo un observador de Luengber o 
un Filtro de Kalman. Cabe destacar que este sistema de estimación de datos no se 
desarrollará en este proyecto, sino que se utilizará los ofrecidos por la plataforma 
utilizada detallada más adelante o incorporado en un trabajo futuro. 
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6. Diseño del controlador de Actitud 
En este capítulo se entra en detalle en el desarrollo de los diferentes controles lineales 
de actitud mediante un control Proportional-Integral-Derivative comúnmente conocido 
como PID y  técnicas de control óptimo cómo LQR (Linear-Quadratic-Regulator). Para el 
diseño de estos controladores se utiliza el modelo en espacio de estados lineal del 
AscTec Hummingbird  obtenido en el apartado 5.3 del capítulo 5. 
El objetivo principal del control de actitud corresponde a dotar a la aeronave de las 
consignas de velocidad de los rotores adecuadas para la estabilidad y maniobrabilidad 
deseada del quadrotor. Por lo que las variables a controlar serán los estados 
correspondientes a la orientación del quadrotor (φ, Ɵ y ѱ)  y a su altura respecto al suelo 
(Z). 
A continuación, se procede a explicar el diseño del control de actitud utilizando 
controladores PID. 
6.1 Control de actitud mediante PID 
En este apartado se describe brevemente el regulador más habitual utilizado en 
procesos industriales y que aprovecha el principio de realimentación calculando la 
acción de control o variable manipulada mv(t) a través de la comparación entre la 
consigna o señal de referencia r(t) y la variable del proceso y(t), comúnmente conocida 
como error e(t). 
El control PID o Proportional-Integral-Derivative controller realiza tres operaciones 
matemáticas lineales: multiplicar por una constante, integrar y derivar la señal de error. 
El objetivo del controlador es reducir a cero el error cometido en un tiempo 
determinado. Obteniendo así la expresión que describe el cálculo de la variable 
manipulada (6.1): 
𝑚𝑣(𝑡) = 𝐾𝑝 {𝑒(𝑡) +
1
𝑇𝑖
∫𝑒(𝑡)𝑑𝑡 + 𝑇𝑑
𝑑𝑒(𝑡)
𝑑𝑡
 }|
𝐾𝑝,𝑇𝑖,𝑇𝑑>0
 (6.1) 
 
Esta expresión (6.1) corresponde a la ecuación de un regulador PID genérico. Kp es la 
ganancia proporcional, Ti es el periodo de integración que tiene como unidades 
[seg/repetición] o [min/rep] y Td  corresponde al tiempo de derivación en segundos o 
minutos. Se ha de tener en cuenta que los parámetros Kp, Ti, Td son siempre positivos. 
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De forma alternativa, la ecuación genérica del controlador PID (6.1) puede ser expresada 
de la siguiente forma: 
𝑚𝑣(𝑡) = 𝐾𝑝𝑒(𝑡) + 𝐾𝑖∫𝑒(𝑡)𝑑𝑡 + 𝐾𝑑
𝑑𝑒(𝑡)
𝑑𝑡
 (6.2) 
 
Donde Ki = Kp /Ti  es la ganancia integral y Kd = KpTd  corresponde a la ganancia 
derivativa. 
Si nos fijamos en las expresiones (6.1) y (6.2) podemos observar las tres acciones 
comentadas al principio de este apartado y que forman la acción de control: 
 Acción proporcional: corresponde a la acción que actúa de forma instantánea 
sobre el error al multiplicarlo por un valor. Esta acción deja de influir en régimen 
permanente si el error tiende a cero. 
 
 Acción integral: esta acción evoluciona con el tiempo, permaneciendo constante 
cuando sea nulo o acumulando el error mientras éste sea diferente que cero. A 
través de esta acción se puede mantener un valor en régimen permanente y con 
el proceso controlado cuando el valor del error sea nulo. 
 
 Acción derivativa: es proporcional a la variación del error y evoluciona a lo largo 
del tiempo. Esta acción no influirá en régimen permanente debido a que si el 
valor del error es nulo y constante la derivada no influirá. 
 
6.1.1 Funciones de Transferencia 
Para facilitar el diseño del control de actitud mediante controladores PID, se utiliza las 
funciones de transferencia del sistema lineal del AscTec Hummingbird. Calculadas a 
partir del sistema lineal en espacio de estados, representado en el apartado 5.3 del 
capítulo 5, mediante la instrucción de Matlab tf(sys) donde el argumento de la función 
corresponde al nombre del sistema lineal utilizado en el programa anexado a la 
memoria. 
A continuación, se muestran las funciones de transferencia obtenidas al utilizar esta 
función y que corresponde a los estados a controlar (φ, Ɵ, ѱ y Z): 
 Ángulo de Roll (φ) respecto a una corrección de Roll : 
𝜙
𝜙𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛
(𝑠) =
40,25
𝑠2
 (6.3) 
 
 Ángulo de Pitch (Ɵ) respecto a una corrección de Pitch: 
𝜃
𝜃𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛
(𝑠) =
40,25
𝑠2
 (6.4) 
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 Ángulo de Yaw (ѱ) respecto a una corrección de Yaw: 
𝜓
𝜓𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛
(𝑠) =
1,521
𝑠2
 (6.5) 
 
 Altitud (Z) respecto a una corrección de altitud: 
𝑍
𝑍𝑐𝑜𝑟𝑟𝑒𝑐𝑡𝑖𝑜𝑛
(𝑠) =
2,653
𝑠2
 (6.6) 
 
Para expresar la ecuación (6.2) en términos de función de transferencia. Se debe 
previamente obtener expresada la acción de control en el dominio de Laplace de la 
siguiente forma: 
𝑀𝑉(𝑠) = 𝐾𝑝𝐸(𝑠) +
𝐾𝑖
𝑠
𝐸(𝑠) + 𝐾𝑑𝑠𝐸(𝑠) = 𝐸(𝑠) {𝐾𝑝 +
𝐾𝑖
𝑠
𝐾𝑑𝑠} (6.7) 
 
Obteniendo así la función de transferencia característica del controlador PID: 
𝑀𝑉(𝑠)
𝐸(𝑠)
= 𝐾𝑝 +
𝐾𝑖
𝑠
𝐾𝑑𝑠 =
𝐾𝑑𝑠
2 + 𝐾𝑝𝑠 + 𝐾𝑖
𝑠
 (6.8) 
 
Finalmente, podemos observar en las funciones de transferencia (6.3) a la (6.6), que 
describen el comportamiento de los estados a controlar, la presencia de un integrador 
puro doble. Por este motivo solamente se requiere de las acciones proporcional y 
derivativa para poder lograr el control del sistema. 
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6.1.2 Estructuras del controlador PID 
En este apartado se escogerá la estructura del controlador PID a diseñar en función de 
las diferentes ventajas que aportan. En la siguiente Figura 32, podemos observar las 
diferentes estructuras para el controlador PID. Donde las siglas de los bloques P, I y D 
corresponden a las diferentes acciones: Proporcional, Integral y Derivada. 
 
Figura 32 - Estructuras de control PID 
Para las estructuras PI+D y I+PD las acciones de control mv(t) vienen expresadas de la 
siguiente forma: 
 Acción de control mv(t)  para la estructura PI+D: 
𝑚𝑣(𝑡) = 𝐾𝑝𝑒(𝑡) + 𝐾𝑖∫𝑒(𝑡)𝑑𝑡 − 𝐾𝑑
𝑑𝑦(𝑡)
𝑑𝑡
 (6.9) 
 
 Acción de control mv(t)  para la estructura I+PD: 
𝑚𝑣(𝑡) = −𝐾𝑝𝑦(𝑡) + 𝐾𝑖∫𝑒(𝑡)𝑑𝑡 − 𝐾𝑑
𝑑𝑦(𝑡)
𝑑𝑡
 (6.10) 
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Cabe destacar que la estabilidad del sistema realimentado, dada la ecuación 
característica (denominador de la función de transferencia en lazo cerrado), es igual 
para las tres estructuras. Sin embargo, estas modificaciones si afectan a la dinámica del 
sistema controlado. La estructura clásica del PID introduce dos ceros en el numerador 
de la función de transferencia en lazo cerrado presentando así una respuesta brusca en 
comparación a las otras dos estructuras. En cambio, la estructura I+PD no introduce 
ningún cero en lazo cerrado a diferencia de la forma PI+D que introduce únicamente 
uno, tal y como se demuestra en [25]. 
La ventaja de utilizar la estructura PI+D, frente al uso de la estructura clásica, consiste 
en evitar señales de control excesivamente elevadas cuando se producen cambios 
bruscos en la consigna. Esto es posible debido a que la acción derivativa del control solo 
actúa sobre la salida del proceso a controlar. En cambio, si utilizamos la estructura I+PD 
también logramos reducir la variable de control mediante el termino proporcional. 
Finalmente, se decide escoger para el diseño del control la estructura PI+D debido a la 
ventajas y características previamente anunciadas. Para poder controlar una planta que 
contenga un doble integrador puro, como las que se han detallado en el apartado 6.1.1 
de este mismo capítulo, es necesario disponer como mínimo de las acciones 
Proporcional y Derivativa. Por esta razón se utilizará para el control de actitud sobre el 
modelo lineal la estructura P+D. 
6.1.3 Sintonía del controlador PID mediante el modelo lineal 
Una vez decidida la estructura de control PID a utilizar y las funciones de transferencia 
de las diferentes variables a controlar, se procederá a sintonizar los parámetros del 
controlador mediante la asignación de polos, con el fin de lograr que el sistema 
representado se comporte cómo un sistema de segundo orden con unas 
especificaciones de trabajo específicas tal y como se muestra en la Figura 33. 
 
Figura 33 - Respuesta de un sistema de segundo orden a una entrada escalón unitaria [27] 
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Antes de detallar las especificaciones de trabajo que nos permitirán establecer un 
criterio para obtener los parámetros del PID. Se representa en la Figura 34 el lazo de 
control genérico para cada uno de los diferentes lazos. Dado que el orden de la planta 
para las diversas variables a controlar coinciden. 
 
Figura 34 - Lazo de control de Actitud 
Como podemos observar en la Figura 34, disponemos de dos lazos de control (a y b) 
totalmente equivalentes entre sí. Destacar que el lazo de control a) será utilizado, tanto 
a la hora de simular como en la planta real, para controlar las variables de estados 
correspondientes a la orientación (φ, Ɵ y ѱ) debido a que podemos medir su variación 
directamente de los sensores. En cambio, se utiliza el lazo de control b) para regular la 
altura de la aeronave teniendo que calcular la velocidad lineal respecto del eje Z. 
Utilizando algebra de bloques se obtiene la función de transferencia en lazo cerrado 
(Gcl) que describe el sistema de control: 
𝐺𝑐𝑙(𝑠) =
𝐾𝑝𝐾
𝑠2 + 𝐾𝐾𝑑𝑠 + 𝐾𝑝𝐾
 (6.11) 
 
Una vez obtenida la función de transferencia (6.11) se iguala con la función de 
transferencia característica de segundo orden sin retardo: 
𝐾𝑝𝐾
𝑠2 + 𝐾𝐾𝑑𝑠 + 𝐾𝑝𝐾
=  
𝑊𝑛
2
𝑠2 + 2𝜉𝑊𝑛𝑠 +𝑊𝑛
2 (6.12) 
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Obteniendo así las siguientes equivalencias que determinan los valores de los 
parámetros del controlador PD: 
𝐾𝑑 =
2𝜉𝑊𝑛
𝐾
 
(6.13) 
𝐾𝑝 =
𝑊𝑛
2
𝐾
 
 
Donde ξ  corresponde al coeficiente de amortiguamiento, Wn a la frecuencia natural del 
sistema y K a la ganancia estática de la planta a controlar. 
A continuación se muestran las especificaciones de trabajo utilizadas para obtener el 
comportamiento deseado par nuestro sistema: 
 Sobrepico u overshoot  (Mp): relación entre la amplitud del sobre impulso en un 
tiempo de pico (tp) y el valor final de la respuesta para un tiempo que tiende a 
infinito expresado en tanto por uno o en tanto por ciento. 
𝑀𝑝 =
𝑦(𝑡𝑝) − 𝑦(𝑡 →∞)
𝑦(𝑡 →∞)
=
𝑦(𝑡𝑝)
𝑦(𝑡 → ∞)
− 1 = 𝑒
−𝜉𝜋
√1−𝜉2 (6.14) 
 
Obteniendo a partir de la expresión (6.14) la fórmula que describe el coeficiente 
de amortiguamiento: 
𝜉 =  +√
(ln(𝑀𝑝))
2
𝜋2 + (ln(𝑀𝑝))
2 (6.15) 
 
 Tiempo de establecimiento (ts):  corresponde al intervalo de tiempo en 
segundos que transcurre entre el final del tiempo de retraso puro del sistema 
(t0) y el tiempo de llegada en el que la respuesta del sistema se establece en 
torno a un 2% o 5%  del valor final y no vuelve a salir de esta franja. 
𝑡𝑠5% = 
3
𝜉𝑊𝑛 
;  𝑡𝑠2% = 
4
𝜉𝑊𝑛
 (6.16) 
 
A través del tiempo de establecimiento obtendremos el valor de la frecuencia natural 
del sistema. Para nuestro proyecto utilizaremos el tiempo de establecimiento  fijado 
para un 2% expresando el valor de Wn de la siguiente forma: 
𝑊𝑛 = 
4
𝜉𝑡𝑠2%
 (6.17) 
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6.1.4 Batería de controladores PD sobre el modelo lineal. 
Antes de empezar a sintonizar los parámetros del PID, hemos de comprobar la rapidez 
del sistema no lineal para poder establecer unos parámetros de diseño de partida. 
Para ello excitaremos el modelo no lineal mediante un impulso de corta durada, tal y 
como podemos ver en la Figura 35, en uno de los dos ángulos críticos para la estabilidad 
de la aeronave, como lo son φ y Ɵ, con la finalidad de encontrar la constante de tiempo 
que nos permita establecer un tiempo de establecimiento (ts) base. 
 
Figura 35 - Respuesta impulso unitario ángulo de Roll. 
Obteniendo el instante de tiempo (t63%) donde el valor de la salida es igual al 63% del 
valor final (cuyo valor podemos ver en la Figura 35) y un tiempo de retraso (t0): 
𝑡63% = 0,194 [𝑠𝑒𝑔] 𝑦 𝑡0 = 0,036 [𝑠𝑒𝑔]  
 
Pudiendo así calcular la constante de tiempo del sistema (τ): 
𝜏 = 𝑡63% − 𝑡0 = 0,158 [𝑠𝑒𝑔] (6.18) 
 
A partir de la constante de tiempo encontrada determinamos el rango de diseño del 
tiempo de establecimiento del 2%: 
𝑡𝑠2% ≥ 0,3836  [𝑠𝑒𝑔] ≥ (𝜏 + 120% 𝑑𝑒 𝜏) + 𝑡0  (6.19) 
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Mediante el programa 3 implementado en Matlab, se realiza el diseño de una batería 
de controladores Proporcionales – Derivativos sobre el modelo lineal para cada lazo de 
control a partir de los siguientes vectores, que contienen el rango de tiempos de 
establecimiento (ts) y sobre impulsos (Mp) que permitirán definir los parámetros de 
diseño (6.15 y 6.17): 
𝑡𝑒𝑠 = [0,35 𝑠𝑒𝑔 0,40 𝑠𝑒𝑔 0,45 𝑠𝑒𝑔 0,55 𝑠𝑒𝑔 0,55 𝑠𝑒𝑔 0,6 𝑠𝑒𝑔]  
 
𝑀𝑝_𝑣𝑒𝑐𝑡𝑜𝑟 = [0,5% 1% 5% 10% 15% 20%]   
 
Finalmente, se obtiene una serie de controladores PD que tendrán como fin la 
sintonización de los controladores PID del sistema no lineal. 
 A continuación, se muestra uno de los diferentes resultados obtenidos para un tiempo 
de establecimiento fijo a 0,35 segundos y un rango de sobre impulso que va de 0,5% a 
20% 
 
Figura 36 - Batería de controladores PD (Roll) para un ts2%=0,35 seg. 
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6.1.5 Sintonización del control PID de actitud implementado en el 
simulador del sistema no lineal. 
Para la sintonización de los diferentes lazos de control PID se utiliza como base la batería 
de controladores obtenidos en el apartado (6.1.4) del capítulo 6, una respuesta deseada 
de segundo orden (6.12) generada a partir de las especificaciones de diseño (6.15 y 6.17) 
y la restricción expresada en (6.19) : 
 Coeficiente de amortiguamiento deseado (ξdes): 
𝜉𝑑𝑒𝑠 = +√
(ln (𝑀𝑝𝑑𝑒𝑠))
2
𝜋2 + (ln (𝑀𝑝𝑑𝑒𝑠))
2 = 0,8261 𝑝𝑎𝑟𝑎 𝑢𝑛 𝑀𝑃𝑑𝑒𝑠 = 1%  
 
 Frecuencia natural del sistema (Wn) a partir de un tiempo de establecimiento 
 (𝑡𝑠2%𝑑𝑒𝑠) y un coeficiente de amortiguamiento (ξdes) deseados: 
 
𝑊𝑛 =
4
𝜉𝑑𝑒𝑠  𝑡𝑠2%𝑑𝑒𝑠
= 0,7603 [𝑟𝑎𝑑/𝑠]  
𝑝𝑎𝑟𝑎 𝑢𝑛 𝜉𝑑𝑒𝑠 = 0,8261 𝑦 𝑢𝑛 𝑡𝑠2%𝑑𝑒𝑠 = 0.45 [𝑠𝑒𝑔]  
 
 
Una vez escogida la respuesta del sistema deseada se procede a explicar los criterios 
seleccionados para determinar qué controlador PD se ajusta con mayor precisión a la 
respuesta deseada evaluando cada uno de los controladores en el modelo no lineal. 
Los criterios establecidos para la evaluación de los controladores PD son los siguientes: 
 Integral del error absoluto (IAE):  
Los controladores sintonizados bajo esta regla pretenden reducir el error cometido 
de forma general. 
𝐽𝐼𝐴𝐸 = ∫ |𝑒(𝑡)|𝑑𝑡
𝑇
0
  (6.20) 
 
 Integral del error al cuadrado (ISE): 
Los controladores intentan disminuir grandes valores de amplitud del error a costa 
de tener errores con amplitud pequeña. 
𝐽𝐼𝑆𝐸 = ∫ 𝑒(𝑡)
2𝑑𝑡
𝑇
0
  (6.21) 
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 Integral del error absoluto ponderado por el tiempo (ITAE): 
Bajo este criterio se pretende evitar errores producidos en instantes de tiempo 
elevados penalizando los errores multiplicados por el tiempo. 
𝐽𝐼𝑇𝐴𝐸 = ∫ 𝑡|𝑒(𝑡)|𝑑𝑡
𝑇
0
  (6.22) 
 
Mediante el programa 4 implementado en Matlab, anexado a la memoria de este 
proyecto, se procede a evaluar en simulador no lineal todos los controladores generados 
en el apartado (6.1.4) obteniendo los siguientes resultados (de la Tabla 9 a la Tabla 20): 
 Evaluación de los diferentes lazos de control PD para el ángulo de Roll (φ).  
RESULTADOS ISE: LAZO DE CONTROL PD – ÁNGULO DE ROLL (φ) 
        ts2% 
Mp 
0.35 [seg] 0.40 [seg] 0.45 [seg] 0.50 [seg] 0.55 [seg] 0.60 [seg] 
0.5% 0,0119 0,0092 0,0104 0,0149 0,0224 0,0326 
1% 0,0159 0,0112 0,0105 0,0131 0,0187 0,0269 
5% 0,0528 0,0369 0,0273 0,0216 0,0191 0,0193 
10% 0,2060 0,1059 0,0733 0,0556 0,0445 0,0375 
15% 59,1991 1,2757 0,2596 0,1481 0,1056 0,0835 
20% 38257,5033 1690,4372 30,0255 1,8471 0,4528 0,2405 
Tabla 9 - Resultados ISE: Lazo de control PD – ángulo de Roll. 
RESULTADOS IAE: LAZO DE CONTROL PD – ÁNGULO DE ROLL (φ) 
        ts2% 
Mp 
0.35 [seg] 0.40 [seg] 0.45 [seg] 0.50 [seg] 0.55 [seg] 0.60 [seg] 
0.5% 0,1472 0,1592 0,1807 0,2120 0,2548 0,3063 
1% 0,1531 0,1611 0,1773 0,2025 0,2358 0,2769 
5% 0,2248 0,2039 0,2000 0,2056 0,2174 0,2353 
10% 0,6438 0,3649 0,2931 0,2660 0,2572 0,2578 
15% 10,9260 2,0116 0,7613 0,4808 0,3854 0,3455 
20% 240,5243 48,9884 8,2214 2,4054 1,1207 0,7090 
Tabla 10 - Resultados IAE: Lazo de control PD - ángulo de Roll. 
RESULTADOS ITAE: LAZO DE CONTROL PD – ÁNGULO DE ROLL (φ) 
        ts2% 
Mp 
0.35 [seg] 0.40 [seg] 0.45 [seg] 0.50 [seg] 0.55 [seg] 0.60 [seg] 
0.5% 0,4116 0,4902 0,5863 0,7001 0,8335 0,9833 
1% 0,4040 0,4735 0,5584 0,6603 0,7769 0,9079 
5% 0,4569 0,4633 0,5035 0,5623 0,6333 0,7159 
10% 1,4593 0,7205 0,6036 0,5909 0,6157 0,6596 
15% 42,0361 6,1979 1,8015 1,0009 0,8054 0,7534 
20% 998,5456 204,1211 30,7028 7,5836 2,9570 1,6358 
Tabla 11 - Resultados ITAE: Lazo de control PD - ángulo de Roll. 
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 Evaluación de los diferentes lazos de control PD para el ángulo de Pitch (Ɵ).  
RESULTADOS ISE: LAZO DE CONTROL PD – ÁNGULO DE PITCH (Ɵ) 
        ts2% 
Mp 
0.35 [seg] 0.40 [seg] 0.45 [seg] 0.50 [seg] 0.55 [seg] 0.60 [seg] 
0.5% 0,0119 0,0092 0,0104 0,0149 0,0224 0,0326 
1% 0,0159 0,0112 0,0105 0,0131 0,0187 0,0269 
5% 0,0528 0,0369 0,0273 0,0216 0,0191 0,0193 
10% 0,2060 0,1059 0,0733 0,0556 0,0445 0,0375 
15% 59,1991 1,2757 0,2596 0,1481 0,1056 0,0835 
20% 4307,5488 1688,8141 30,0255 1,8471 0,4528 0,2405 
Tabla 12 - Resultados ISE: Lazo de control PD - ángulo de Pitch. 
RESULTADOS IAE: LAZO DE CONTROL PD – ÁNGULO DE PITCH (Ɵ) 
        ts2% 
Mp 
0.35 [seg] 0.40 [seg] 0.45 [seg] 0.50 [seg] 0.55 [seg] 0.60 [seg] 
0.5% 0,1472 0,1592 0,1807 0,2120 0,2548 0,3063 
1% 0,1531 0,1611 0,1773 0,2025 0,2358 0,2769 
5% 0,2248 0,2039 0,2000 0,2056 0,2174 0,2353 
10% 0,6438 0,3649 0,2931 0,2660 0,2572 0,2578 
15% 10,9260 2,0116 0,7613 0,4808 0,3854 0,3455 
20% 89,6389 48,9752 8,2214 2,4054 1,1207 0,7089 
Tabla 13 - Resultados IAE: Lazo de control PD - ángulo de Pitch. 
RESULTADOS ITAE: LAZO DE CONTROL PD – ÁNGULO DE PITCH (Ɵ) 
        ts2% 
Mp 
0.35 [seg] 0.40 [seg] 0.45 [seg] 0.50 [seg] 0.55 [seg] 0.60 [seg] 
0.5% 0,4116 0,4902 0,5863 0,7001 0,8335 0,9833 
1% 0,4040 0,4735 0,5584 0,6603 0,7769 0,9079 
5% 0,4569 0,4633 0,5035 0,5623 0,6333 0,7159 
10% 1,4593 0,7205 0,6036 0,5909 0,6157 0,6596 
15% 42,0361 6,1979 1,8015 1,0007 0,8054 0,7534 
20% 326,4368 204,0537 30,7028 7,5836 2,9570 1,6353 
Tabla 14 - Resultado ITAE: Lazo de control PD - ángulo de Pitch. 
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 Evaluación de los diferentes lazos de control PD para el ángulo de Yaw (ѱ).  
RESULTADOS ISE: LAZO DE CONTROL PD – ÁNGULO DE YAW (ѱ) 
        ts2% 
Mp 
0.35 [seg] 0.40 [seg] 0.45 [seg] 0.50 [seg] 0.55 [seg] 0.60 [seg] 
0.5% 0,0088 0,0043 0,0029 0,0040 0,0071 0,0119 
1% 0,0132 0,0070 0,0040 0,0036 0,0054 0,0088 
5% 0,0506 0,0342 0,0235 0,0163 0,0117 0,0094 
10% 0,1846 0,1007 0,0700 0,0520 0,0398 0,0313 
15% 17,6820 0,8881 0,2374 0,1398 0,1009 0,0785 
20% 253,4815 80,5453 14,9419 1,3687 0,4054 0,2260 
Tabla 15 - Resultados ISE: Lazo de control PD - ángulo de Yaw. 
RESULTADOS IAE: LAZO DE CONTROL PD – ÁNGULO DE YAW (ѱ) 
        ts2% 
Mp 
0.35 [seg] 0.40 [seg] 0.45 [seg] 0.50 [seg] 0.55 [seg] 0.60 [seg] 
0.5% 0,0584 0,0447 0,0378 0,0389 0,0496 0,0679 
1% 0,0714 0,0552 0,0450 0,0412 0,0443 0,0537 
5% 0,1716 0,1320 0,1080 0,0916 0,0807 0,0746 
10% 0,5827 0,3233 0,2348 0,1895 0,1615 0,1428 
15% 6,8627 1,6736 0,7074 0,4413 0,3306 0,2717 
20% 24,9928 14,2000 6,2626 2,0815 1,0422 0,6691 
Tabla 16 - Resultados IAE: Lazo de control PD - ángulo de Yaw. 
RESULTADOS ITAE: LAZO DE CONTROL PD – ÁNGULO DE YAW (ѱ) 
        ts2% 
Mp 
0.35 [seg] 0.40 [seg] 0.45 [seg] 0.50 [seg] 0.55 [seg] 0.60 [seg] 
0.5% 0,0761 0,0584 0,0487 0,0487 0,0610 0,0842 
1% 0,0939 0,0726 0,0589 0,0528 0,0551 0,0656 
5% 0,2515 0,1861 0,1503 0,1271 0,1117 0,1027 
10% 1,2754 0,5677 0,3742 0,2893 0,2418 0,2119 
15% 24,3930 4,9380 1,6314 0,8608 0,5862 0,4575 
20% 92,2008 51,9047 22,4766 6,3621 2,6939 1,4997 
Tabla 17 - Resultado ITAE: Lazo de control PD - ángulo de Yaw. 
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 Evaluación de los diferentes lazos de control PD para la Altitud (Z).  
RESULTADOS ISE: LAZO DE CONTROL PD – ALTITUD (Z) 
        ts2% 
Mp 
0.35 [seg] 0.40 [seg] 0.45 [seg] 0.50 [seg] 0.55 [seg] 0.60 [seg] 
0.5% 0,0634 0,0496 0,0441 0,0442 0,0471 0,0510 
1% 0,0752 0,0566 0,0469 0,0438 0,0448 0,0476 
5% 0,1542 0,1192 0,0925 0,0727 0,0588 0,0502 
10% 0,2455 0,2026 0,1667 0,1372 0,1127 0,0927 
15% 0,3426 0,2905 0,2479 0,2128 0,1829 0,1566 
20% 0,4611 0,3935 0,3402 0,2972 0,2622 0,2312 
Tabla 18 - Resultados ISE: Lazo de control PD - altitud. 
RESULTADOS IAE: LAZO DE CONTROL PD – ALTITUD (Z) 
        ts2% 
Mp 
0.35 [seg] 0.40 [seg] 0.45 [seg] 0.50 [seg] 0.55 [seg] 0.60 [seg] 
0.5% 0,2196 0,1787 0,1501 0,1367 0,1478 0,1639 
1% 0,2457 0,2010 0,1673 0,1452 0,1376 0,1480 
5% 0,3805 0,3245 0,2783 0,2393 0,2062 0,1798 
10% 0,5360 0,4615 0,4038 0,3571 0,3167 0,2823 
15% 0,7407 0,6268 0,5442 0,4832 0,4338 0,3921 
20% 0,9931 0,8551 0,7375 0,6451 0,5755 0,5199 
Tabla 19 - Resultados IAE: Lazo de control PD - altitud. 
RESULTADOS ITAE: LAZO DE CONTROL PD – ÁLTITUD (Z) 
        ts2% 
Mp 
0.35 [seg] 0.40 [seg] 0.45 [seg] 0.50 [seg] 0.55 [seg] 0.60 [seg] 
0.5% 0,3202 0,2487 0,1991 0,1750 0,1918 0,2174 
1% 0,3662 0,2874 0,2289 0,1905 0,1763 0,1921 
5% 0,6166 0,5099 0,4249 0,3550 0,2966 0,2506 
10% 0,9531 0,7844 0,6648 0,5733 0,4970 0,4341 
15% 1,5167 1,1872 0,9758 0,8351 0,7288 0,6444 
20% 2,3365 1,8789 1,5091 1,2405 1,0564 0,9224 
Tabla 20 - Resultados ITAE: Lazo de control PD - altitud. 
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A continuación, se obtiene las ganancias de los diferentes controladores  de cada uno 
de los diferentes lazos de control a través del programa 5 de Matlab, anexado a la 
memoria, seleccionando aquel que tenga un valor menor de JITAE para garantizar la 
estabilidad en régimen permanente. 
 Parámetros del controlador PD para el ángulo de Roll (φ) y Pitch (Ɵ): 
PARÁMETROS CONTROLADOR PD – ÁNGULO DE ROLL (φ) y PITCH(Ɵ) 
Kp 4,7552 
Kd 0,5679 
Tabla 21 - Parámetros controlador PD – ángulo de Roll y Pitch. 
 Parámetros del controlador PD para el ángulo de Yaw (ѱ): 
PARÁMETROS CONTROLADOR PD – ÁNGULO DE YAW (ѱ) 
Kp 56,8712 
Kd 10,5194 
Tabla 22 - Parámetros controlador PD - ángulo de Yaw. 
 Parámetros del controlador PD para la altitud (Z): 
PARÁMETROS CONTROLADOR PD – ALTITUD (Z) 
Kp 30,6050 
Kd 6,0309 
Tabla 23 - Parámetros controlador PD - altitud. 
Sin embargo, si realizamos una simulación utilizando los controladores descritos en las 
Tablas 21, 22 y 23 obtenemos que requieren de una acción integral para corregir los 
errores en régimen permanente y reducir las oscilaciones debido a las no linealidades 
del sistema que se han excluido a la hora de generar la batería de controladores para los 
diferentes lazos de control. 
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En la siguiente Figura 37, se puede visualizar a modo de ejemplo la respuesta para el 
lazo de control del ángulo de Roll cuyos parámetros corresponden a los indicados en la 
Tabla 21 en frente a un lazo de control con acción Integral: 
 
Figura 37 - Control ángulo de Roll: PD vs PID sistema no lineal. 
Por los motivos mencionados anteriormente se procede a incluir en todos los lazos una 
acción integral modificando los valores obtenidos en las Tablas 21, 22 y 23. 
 Parámetros del controlador PID para el ángulo de Roll (φ) y Pitch (Ɵ): 
PARÁMETROS CONTROLADOR PD – ÁNGULO DE ROLL (φ) y PITCH(Ɵ) 
Kp 4,2500 
Ki 0,9500 
Kd 0,5679 
Tabla 24 - Parámetros controlador PID – ángulo de Roll y Pitch. 
 Parámetros del controlador PID para el ángulo de Yaw (ѱ): 
PARÁMETROS CONTROLADOR PD – ÁNGULO DE YAW (ѱ) 
Kp 56,8712 
Ki 0,7500 
Kd 10,5194 
Tabla 25 - Parámetros controlador PID – ángulo de Yaw. 
 Parámetros del controlador PID para la altitud (Z): 
PARÁMETROS CONTROLADOR PD – ALTITUD (Z) 
Kp 30,6050 
Ki 0,5000 
Kd 7,5000 
Tabla 26 - Parámetros controlador PID – altitud. 
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Por último, se comprueba la estabilidad de los diferentes controladores PID descritos en 
las Tablas 24, 25 y 26 introduciendo en el simulador no lineal unas condiciones iniciales 
no nulas con el fin de visualizar que estas tiendan a cero. 
 
Figura 38 - Comprobación estabilidad control PID. 
Como podemos ver en la Figura 38, los controladores PID implementados sobre el 
simulador no lineal del quadrotor AscTec Hummingbird son estables debido a que estos 
bajo unas condiciones de Roll, Pitch, Yaw y Z no nulas tienden a cero. 
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6.1.6 Resultados de la simulación del control de actitud PID en el modelo 
no lineal. 
En este apartado realizaremos diferentes escenarios de control fijando un tiempo de 
simulación del modelo no lineal de unos 10 segundos. Con el fin de comprobar el control 
PID de actitud obtenido en el apartado 6.1.5 de este mismo capítulo. 
En el anexo D del proyecto pueden encontrar los resultados obtenidos para las 
velocidades angulares y la señal de mando de los rotores, la corrección de actitud 
realizada por el control de actitud y por último, las fuerzas y momentos resultantes 
correspondientes a cada escenario. 
 Escenario 1 control PID de actitud – Variación de Roll y Pitch: 
En este escenario se simula la variación de la orientación del ángulo de Roll para una 
consigna de 4 grados durante 1,5 segundos sin perturbaciones o ruido. Además, de un 
cambio de setpoint de -4 grados para el ángulo de Pitch durante 2,5 segundos. 
Como podemos observar en la Figura 39, el controlador es capaz de situar la orientación 
de la aeronave en los ángulos deseados. 
 
Figura 39 – Escenario 1 PID Actitud: Estados 
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 Escenario 2 control PID de actitud – Variación de Yaw: 
En este escenario se simula la variación de la orientación del ángulo de Yaw para una 
consigna de 10 grados durante 2 segundos sin perturbaciones o ruido. 
Como podemos ver en la Figura 40, el quadrotor es capaz de rotar 10 grados sobre el 
eje Z y volver a orientarse a 0 grados. 
 
Figura 40 - Escenario 2 PID Actitud: Estados 
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 Escenario 3 control PID de actitud – Variación de Z: 
En este escenario se simula el despegue del quadrotor para una consigna de 5 metros 
durante 2 segundos sin perturbaciones o ruido. 
En la Figura 41, se puede observar como la aeronave logra una altitud de 5 metros en 
un tiempo de 2 segundos aproximadamente. 
 
Figura 41 - Escenario 3 PID Actitud: Estados. 
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 Escenario 4 control PID de actitud – Variación de Roll con perturbaciones 
causadas por el viento: 
En este escenario se simulara la variación de la orientación del ángulo de Roll para una 
consigna de 4 grados con perturbaciones causadas por el viento. 
Como podemos ver en los resultados mostrados en la Figura 42, el controlador es capaz 
de establecer una orientación de 4 grados sobre el ángulo de Roll a pesar de sufrir una 
perturbación causada por un golpe de viento. 
 
Figura 42 - Escenario 4 PID Actitud: Estados 
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 Escenario 5 – Variación de Pitch mediante el control PID con ruido: 
En este escenario se simula la variación de la orientación del ángulo de Pitch para una 
consigna de 5 grados que permita retroceder sobre el eje X durante un tiempo 
determinado. Además, se incluye ruido blanco en los sensores de velocidad angular de 
la aeronave. 
Como podemos ver en la Figura 43 las velocidades angulares P, Q y R se ven afectadas 
por un ruido blanco aleatorio que afecta a los estados Phi, Theta y Psi debido a la relación 
mostrada en la expresión (4.14) del capítulo 4. 
 Sin embargo, el controlador PID es capaz de mantener la orientación del quadrotor 
deseada. 
 
Figura 43 - Escenario 5 PID Actitud: Estados. 
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6.2 Control de actitud mediante LQR 
El control Linear-Quadratic-Regulator, LQR de ahora en adelante, se basa en técnicas de 
control óptimo que tienen como objetivo minimizar una función de coste a la vez que 
cumple con las restricciones físicas. 
El LQR es un controlador basado en realimentación de estados por lo que el controlador 
KLQR debe ser sintonizado en lazo abierto. La realimentación de estados también implica 
que el sistema de control este estructurado de la siguiente forma. Tal y como podemos 
ver a continuación en la Figura 44: 
 
Figura 44 - Estructura control LQR. 
Siendo A, B y C las matrices encontradas en (5.15), (5.16) y (5.17) del capítulo 5 y que 
definen el sistema dinámico dx/dt = f(x,u).  
A continuación, se procede a detallar la función de coste J a minimizar para un sistema 
lineal continuo en el tiempo [27]: 
𝐽 = ∫ (𝑥(𝑡)𝑇𝑄𝑥(𝑡) + 𝑢(𝑡)𝑇𝑅𝑢(𝑡) + 2𝑥(𝑡)𝑇𝑁𝑢(𝑡))𝑑𝑡
∞
0
 (6.23) 
 
La ley de control por realimentación (6.24) que minimiza la función de coste (6.23) es la 
siguiente: 
𝑢 = −𝐾𝐿𝑄𝑅𝑥 (6.24) 
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KLQR  corresponde a la matriz de ganancia de realimentación de estados, que viene 
expresada de la siguiente forma:  
𝐾𝐿𝑄𝑅 = 𝑅
−1(𝐵𝑇𝑃 + 𝑁𝑇) (6.25) 
 
Donde la matriz P corresponde a la solución de la ecuación algebraica de Riccati (6.26) 
la cual solucionaremos, tal y como se explica en [27], mediante el diseño de dos matrices 
positivas y simétricas, Q y R, que vienen definidas por el diseñador del controlador. 
𝐴𝑇𝑃 + 𝑃𝐴 − (𝑃𝐵 + 𝑁)𝑅−1(𝐵𝑇𝑃 + 𝑁𝑇) + 𝑄 = 0 (6.26) 
 
6.2.1 Reducción del sistema lineal 
Como podemos ver en la introducción del capítulo 5 disponemos de un sistema lineal 
de doce variables de estados de los cuales únicamente queremos controlar la 
orientación de la aeronave (φ, Ɵ y ѱ) y su altura respecto del suelo (Z). Es por este 
motivo que debemos reducir el sistema obtenido en el anterior capítulo para evitar 
forzar dinámicas no deseadas debido al control por realimentación de estados [28]. 
Para ello utilizaremos la función de Matlab ss(sys,’min’) que nos permite representar la 
realización mínima del espacio de estados formado por las matrices encontradas en el 
apartado (5.3): 
𝑀𝑖𝑛𝑠𝑦𝑠 = 𝑠𝑠(𝑠𝑠(𝐴, 𝐵, 𝐶𝑝, 0),′𝑚𝑖𝑛′) (6.27) 
 
Donde A y B corresponden a las matrices lineales (5.15) y (5.16) del capítulo 5 y Cp 
corresponde a una nueva matriz de salidas C donde se indican únicamente los estados 
a controlar deseados. 
Obteniendo así la nueva matriz de estados Amynsys que permitirá la realización del 
control LQR: 
𝐴𝑚𝑖𝑛𝑠𝑦𝑠 =
[
 
 
 
 
 
 
 
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
1 0 0 0 0 0 0 0
0 1 0 0 0 0 0 0
0 0 1 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 1 0]
 
 
 
 
 
 
 
 (6.28) 
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Junto con el valor de la nueva matriz de entradas: 
𝐵𝑚𝑖𝑛𝑠𝑦𝑠 =
[
 
 
 
 
 
 
 
40,25 0 0 0
0 40,25 0 0
0 0 1,521 0
0 0 0 0
0 0 0 0
0 0 0 0
0 0 0 2,653
0 0 0 0 ]
 
 
 
 
 
 
 
 (6.29) 
6.2.2 Diseño de las matrices Q y R 
Una de las cuestiones claves del diseño del control LQR consiste en saber cómo escoger 
los pesos de los elementos que forman las matrices Q y R que permitirán obtener la 
matriz de ganancia de realimentación de estados KLQR. 
Para escoger los pesos que forman Q y R debemos tener un conocimiento previo del 
sistema que estamos intentando controlar. Una de las opciones más simples para el 
diseño de estas es establecer la contribución de los estados (q1… qn) y las entradas (r1… 
rn) en las diagonales principales tal y como se muestra a continuación: 
𝑄 = [
𝑞1 ⋯ 0
⋮ ⋱ ⋮
0 ⋯ 𝑞𝑛
] , 𝑅 = 𝛼 [
𝑟1 ⋯ 0
⋮ ⋱ ⋮
0 ⋯ 𝑟𝑛
] (6.30) 
 
Sin embargo, en nuestro caso se opta por partir como base del diseño de Q y R utilizando 
la regla de Bryson tal y como se muestra en [27] y [29]. La regla de Bryson consiste en 
seleccionar los pesos de Q y R en función de las limitaciones físicas de los estados a 
controlar y de la señal de control: 
𝑄 =
[
 
 
 
 
 
1
𝑡1(𝑥1)𝑚𝑎𝑥2
⋯ 0
⋮ ⋱ ⋮
0 ⋯
1
𝑡𝑛(𝑥𝑛)𝑚𝑎𝑥2
 
]
 
 
 
 
 , 𝑅 = 𝛼
[
 
 
 
 
1
𝑡1(𝑢1)𝑚𝑎𝑥2
⋯ 0
⋮ ⋱ ⋮
0 ⋯
1
𝑡𝑛(𝑢𝑚)𝑚𝑎𝑥2 ]
 
 
 
 
 (6.31) 
 
Donde (xn)2max   corresponde a el valor máximo deseado del estado y (um)2max   al valor 
máximo aceptado para la entrada de control. El parámetro tn corresponde al intervalo 
de tiempo (tf-t0) deseado para la respuesta de los diferentes estados y que se fijara a 
uno si éste no es importante para la aplicación evaluada. Por último, α se emplea para 
ponderar la relación entre el control y las penalizaciones de los estados. 
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También existe la posibilidad de escoger los pesos de la matriz Q para un conjunto de 
estados concretos en función de los costes. Dejando z = Hx como salidas que se desean 
que sean pequeñas asumiendo que (A, H) sea observable: 
𝑄 = 𝐻𝑇𝐻 𝑦 𝑅 = 𝛼𝐼 (6.32) 
 
Finalmente, se utilizará como punto de partida para la sintonización del controlador LQR 
para el modelo lineal descrito en la realización mínima (6.28 y 6.29) las siguientes 
matrices Q y R: 
𝑄 =
[
 
 
 
 
 
 
 
 
 
 
 
 
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0
1
𝑡4(𝑥4)𝑚𝑎𝑥2
0 0 0 0
0 0 0 0
1
𝑡5(𝑥5)𝑚𝑎𝑥2
0 0 0
0 0 0 0 0
1
𝑡6(𝑥6)𝑚𝑎𝑥2
0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0
1
𝑡8(𝑥8)𝑚𝑎𝑥2 ]
 
 
 
 
 
 
 
 
 
 
 
 
   
 
𝑅 = 𝛼
[
 
 
 
 
 
 
 
 
1
(𝑢1)𝑚𝑎𝑥2
0 0 0
0
1
(𝑢2)𝑚𝑎𝑥2
0 0
0 0
1
(𝑢3)𝑚𝑎𝑥2
0
0 0 0
1
(𝑢4)𝑚𝑎𝑥2 ]
 
 
 
 
 
 
 
 
 
(6.33) 
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6.2.3 Matriz de ganancia de realimentación de estados KLQR 
Una vez determinadas las matrices Q y R para el diseño del control LQR se procede a 
calcular, de una forma sencilla, la matriz de ganancia KLQR mediante el uso de la siguiente 
función de Matlab: 
K𝐿𝑄𝑅 = 𝑙𝑞𝑟(𝐴𝑚𝑖𝑛𝑠𝑦𝑠, 𝐵𝑚𝑖𝑛𝑠𝑦𝑠, 𝑄, 𝑅) (6.34) 
 
Donde KLQR  tendrá las dimensiones [nº de entradas, nº de Estados realimentados] en 
función de las matrices A y B escogidas para su diseño. 
6.2.4 Adaptación de las consignas a la variable de control del sistema 
Dado el modelo lineal representado en la Figura 44  y una posible matriz de control KLQR  
se puede observar que la consigna dada en unidades de la salida del sistema no tiene 
por qué coincidir con las magnitudes y unidades del resultado obtenido a la salida de la 
matriz de control KLQR, la cual esta expresada en unidades de la variable manipulada u. 
Por este motivo, es necesario calcular una matriz (Adq) que permita adecuar las 
consignas del sistema a las unidades de control  con el fin de obtener en lazo cerrado 
una ganancia unitaria en régimen permanente. 
Para poder calcular la matriz de adecuación de las consignas se aplica la siguiente 
formula: 
𝐴𝑑𝑞 = 𝑝𝑖𝑛𝑣(𝐷 − (𝐶 − 𝐷𝐾𝐿𝑄𝑅)𝑖𝑛𝑣(𝐴 − 𝐵𝐾𝐿𝑄𝑅)𝐵)  
                   𝑑𝑜𝑛𝑑𝑒 𝑝𝑖𝑛𝑣 𝑒𝑠 𝑙𝑎 𝑝𝑠𝑒𝑢𝑑𝑜𝑖𝑛𝑣𝑒𝑟𝑠𝑎 
(6.35) 
 
Finalmente, se introduce la matriz Adq modificando la estructura del sistema lineal 
controlado mediante LQR tal y como podemos observar a continuación: 
 
Figura 45 - Estructura control LQR con escalado de las consignas 
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6.2.5 Sintonía del controlador LQR 
Para la sintonía del controlador LQR se utiliza el criterio JITAE (6.26) y la respuesta deseada 
del sistema mencionada en el apartado (6.1.5) del capítulo 6 con la finalidad de 
encontrar los pesos adecuados de las matrices Q y R (6.22) que serán comparados con 
los resultados obtenidos en uno de los ángulos críticos para la estabilidad del quadrotor, 
en este caso para el ángulo de Roll. 
Para ello se utiliza el programa 6 en Matlab, anexado a la memoria, el cual consiste en 
realizar una serie de iteraciones partiendo de un tiempo específico igual para todos los 
estados evaluados  y una ponderación α para la relación entre el control y las 
penalizaciones de los estados. Además, también se fijan los pesos de las matrices Q y R 
mediante la fórmula de Bryson (6.3.1) anunciada en el apartado (6.2.2) de este mismo 
capítulo. 
A continuación, se muestra los valores establecidos para realizar los cálculos de las 
matrices Q y R: 
𝑡𝑒𝑠𝑞 = [0,35 0,40 0,45 0,50 0,55 0,60]  
 
𝛼 = [0,10 0,15 0,20 0,25 … 0,85 0,90 0,95 1]  
 
 Rango máximo escogido para los estados que forman Q: 
Los siguientes pesos de los estados se establecen mediante la información ofrecida en 
la web oficial de AscTec para el modo de vuelo manual [33]: 
𝑄(4,4) =
1
𝑡𝑒𝑠𝑞 (𝑑𝑒𝑔2𝑟𝑎𝑑(52º))
2  
 
𝑄(5,5) =
1
𝑡𝑒𝑠𝑞 (𝑑𝑒𝑔2𝑟𝑎𝑑(52º))
2  
 
𝑄(6,6) =
1
𝑡𝑒𝑠𝑞 (𝑑𝑒𝑔2𝑟𝑎𝑑(300º))
2  
 
𝑄(8,8) =
1
𝑡𝑒𝑠𝑞 (1)2
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 Rango máximo escogido para la variable de control que forman R: 
Para R se escoge una matriz identidad debido a que se desea que las señales de 
control valgan como máximo 1.  
𝑅 = 𝛼 [
1 0 0 0
0 1 0 0
0 0 1 0
0 0 0 1
]  
 
Una vez finalizada la simulación se obtiene los siguientes resultados para el JITAE: 
RESULTADOS ITAE: CONTROL LQR   
        ts2% 
     α 
0.35 [seg] 0.40 [seg] 0.45 [seg] 0.50 [seg] 0.55 [seg] 0.60 [seg] 
0,10 0,4292 0,4382 0,4430 0,4565 0,4633 0,4770 
0,15 0,4583 0,4621 0,4822 0,4801 0,4944 0,5126 
0,20 0,4853 0,4893 0,5139 0,5296 0,5511 0,5605 
0,25 0,5073 0,5019 0,5320 0,5819 0,6267 0,6235 
0,30 0,5125 0,5605 0,6350 0,6256 0,6439 0,6253 
0,35 0,5359 0,5691 0,6061 0,6608 0,6075 0,6128 
0,40 0,6097 0,6285 0,6689 0,6682 0,6607 0,6688 
0,45 0,5986 0,6688 0,6840 0,6222 0,7311 0,7846 
0,50 0,6194 0,6146 0,7165 0,7700 0,7553 0,8106 
0,55 0,6077 0,6607 0,6840 0,8059 0,8252 0,8503 
0,60 0,6128 0,7228 0,7639 0,8345 0,8284 0,9337 
0,65 0,6631 0,7145 0,7857 0,8742 0,8622 0,9588 
0,70 0,7215 0,8451 0,8406 0,8760 0,9212 0,9293 
0,75 0,8180 0,8345 0,8722 0,8805 0,9552 0,9795 
0,80 0,7728 0,8420 0,9337 0,9153 0,9615 0,8450 
0,85 0,8226 0,8693 0,9490 0,9730 0,8944 0,9270 
0,90 0,8349 0,9365 0,9115 0,9795 0,8627 0,9388 
0,95 0,8955 0,9408 1,0033 0,8865 0,8832 0,9370 
1,00 0,8760 0,9020 0,9795 0,8912 0,9398 0,9219 
Tabla 27 - Resultados ITAE: Control LQR. 
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A través del programa 7 en Matlab se obtiene las matrices Q y R (6.36 y 6.37) que 
tienen un menor índice JITAE: 
𝑄𝐽𝐼𝑇𝐴𝐸 =
[
 
 
 
 
 
 
 
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 3,4687 0 0 0 0
0 0 0 0 3,4687 0 0 0
0 0 0 0 0 0,1402 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 2,8571]
 
 
 
 
 
 
 
   (6.36) 
 
𝑅𝐽𝐼𝑇𝐴𝐸 = 0,1 [
1 0 0 0
0 1 0 0
0 0 1 0
0 0 0 1
] (6.37) 
 
Posteriormente, se evalúan las matrices (6.36 y 6.37) utilizando el comando de Matlab 
descrito en (6.34) para el cálculo de la matriz de ganancia de realimentación de estados 
KLQR: 
𝐾𝐿𝑄𝑅𝐽𝐼𝑇𝐴𝐸
= [
𝑘11 0 0 𝑘14 0 0 0 0
0 𝑘22 0 0 𝑘25 0 0 0
0 0 𝑘33 0 0 𝑘36 0 0
0 0 0 0 0 0 𝑘47 𝑘48
] (6.38) 
 
Donde: 
𝑘11 = 0,5410 𝑘25 = 5,8896
𝑘22 = 0,5410 𝑘36 = 1,0209
𝑘33 = 1,1585 𝑘47 = 2,0073
𝑘14 = 5,8896 𝑘48 = 5,3452
  
 
Una vez calculado la matriz KLQR (6.38) se procede a calcular la matriz de adecuación 
de consignas del sistema utilizando la expresión (6.35): 
𝐴𝑑𝑞𝐽𝐼𝑇𝐴𝐸 = [
5,8896 0 0 0
0 5,8896 0 0
0 0 1,0209 0
0 0 0 5,3452
] (6.39) 
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A continuación, se procede a simular el controlador escogido mediante el criterio JITAE y 
se observa, en la Figura 46, que para una consigna de Yaw el sistema responde de 
manera excesivamente lenta. 
 
Figura 46 - Respuesta lenta LQR: ángulo de Yaw. 
Para mejorar la respuesta del ángulo de Yaw se procede a modificar el valor 
correspondiente a su estado en la matriz Q (6.36) de forma que se obtiene una nueva 
matriz de control de estados: 
𝑄 =
[
 
 
 
 
 
 
 
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 0
0 0 0 3,4687 0 0 0 0
0 0 0 0 3,4687 0 0 0
0 0 0 0 0 3,1265 0 0
0 0 0 0 0 0 0 0
0 0 0 0 0 0 0 2,8571]
 
 
 
 
 
 
 
   (6.40) 
 
 
 
  
ESTUDIO DEL CONTROL DE ACTITUD DE UN QUADROTOR HUMMINGBIRD DE   
ASCTEC UTILIZANDO ROS (ROBOTIC OPERATING SYSTEM) 
Departament d’Enginyeria de Sistemes, Automàtica i Informàtica Industrial 
 
  
 
Adrián Ruiz Royo  91 
Como consecuencia de modificar la matriz Q (6.36) es necesario volver a actualizar las 
matrices KLQR (6.38) y Adq (6.39) con los nuevos resultados definitivos: 
𝐾𝐿𝑄𝑅 = [
𝑘11 0 0 𝑘14 0 0 0 0
0 𝑘22 0 0 𝑘25 0 0 0
0 0 𝑘33 0 0 𝑘36 0 0
0 0 0 0 0 0 𝑘47 𝑘48
] (6.41) 
 
Donde: 
𝑘11 = 0,5410 𝑘25 = 5,8896
𝑘22 = 0,5410 𝑘36 = 5,8915
𝑘33 = 2,7113 𝑘47 = 2,0073
𝑘14 = 5,8896 𝑘48 = 5,3452
  
 
𝐴𝑑𝑞 = [
5,8896 0 0 0
0 5,8896 0 0
0 0 5,5915 0
0 0 0 5,3452
] (6.42) 
 
Gracias a la nueva matriz de ganancia de estados KLQR se consigue mejorar la respuesta 
para el ángulo de Yaw mostrada en la Figura 47  en comparación con los resultados 
obtenidos en la Figura 46. 
 
Figura 47 - Respuesta mejorada LQR: ángulo de Yaw. 
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Por último, se comprueba la estabilidad del control LQR diseñado realizando la misma 
operación descrita al final del apartado 6.1.5 del capítulo 6. 
 
Figura 48 - Estabilidad control LQR. 
Como podemos ver en la Figura 48, los estados iniciales no nulos tienden a cero para 
una consigna nula por lo que podemos afirmar que el controlador LQR diseñado es 
estable aunque se aprecian más oscilaciones que con el PID. 
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6.2.6 Resultados obtenidos del control LQR de actitud implementado en 
el simulador del sistema no lineal 
 
En este apartado realizaremos diferentes escenarios de control fijando el tiempo de 
simulación del modelo no lineal a unos 10 segundos. Con el fin de comprobar el 
controlador LQR de actitud obtenido en el apartado 6.2.5 de este mismo capítulo. 
En el anexo E del proyecto pueden encontrar los resultados obtenidos para las 
velocidades angulares y la señal de mando de los rotores, la corrección de actitud 
realizada por el controlador de actitud y por último, las fuerzas y momentos resultantes 
correspondientes a cada escenario. 
 Escenario 1 control LQR de actitud – Variación de Roll y Pitch: 
En este escenario se simula la variación de la orientación del ángulo de Roll para una 
consigna de -4 grados durante 1,5 segundos sin perturbaciones o ruido. Además, de un 
cambio de setpoint de 4 grados para el ángulo de Pitch durante 2 segundos. 
Como podemos ver en la Figura 49 el control de actitud mediante LQR es capaz de lograr 
las consignas indicadas a pesar de las oscilaciones en el régimen transitorio de la 
respuesta.
 
Figura 49 - Escenario 1 LQR Actitud: Estados. 
  
ESTUDIO DEL CONTROL DE ACTITUD DE UN QUADROTOR HUMMINGBIRD DE   
ASCTEC UTILIZANDO ROS (ROBOTIC OPERATING SYSTEM) 
Departament d’Enginyeria de Sistemes, Automàtica i Informàtica Industrial 
 
  
 
Adrián Ruiz Royo  94 
 Escenario 2 control LQR de actitud – Variación de Yaw: 
En este escenario se simula la variación de la orientación del ángulo de Yaw para una 
consigna de 10 grados durante 3 segundos sin perturbaciones o ruido. 
En los resultados obtenidos, Figura 50,  podemos comprobar que el quadrotor es capaz 
de rotar 10 grados sobre el eje Z y volver a orientarse a 0 grados. 
 
Figura 50 - Escenario 2 LQR Actitud: Estados. 
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 Escenario 3 control LQR de actitud – Variación de Z: 
En este escenario se simula la variación de la altitud para una consigna de 5 metros 
durante 4 segundos sin perturbaciones o ruido. 
En la Figura 51, podemos observar la respuesta del control LQR de actitud para un 
cambio de consigna de altitud de 5 metros la cual logra ser alcanzada en un periodo de 
tiempo de unos 2 segundos aproximadamente. 
 
Figura 51 - Escenario 3 LQR Actitud: Estados 
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 Escenario 4 control LQR de actitud – Variación de Roll con perturbaciones 
causadas por el viento: 
En este escenario se simulara la variación de la orientación del ángulo de Roll para una 
consigna de 4 grados con perturbaciones causadas por el viento. 
Como podemos visualizar en la Figura 52, el control de actitud mediante LQR es capaz 
de establecer una orientación de 4 grados para el ángulo de Roll a pesar de producirse 
una perturbación a causa de un golpe de viento. 
 
Figura 52 - Escenario 4 LQR Actitud: Estados 
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 Escenario 5 control LQR de actitud – Variación de Pitch con ruido en los sensores: 
En este escenario se simula la variación de la orientación del ángulo de Pitch para una 
consigna de 5 grados que permita retroceder sobre el eje X durante un tiempo 
determinado. Además, se incluye ruido blanco en los sensores de velocidad angular de 
la aeronave. 
Como podemos ver en la Figura 53 los estados Phi, Theta y Psi se ven alterados a causa 
de a que las velocidades angulares P, Q y R contienen un ruido blanco aleatorio. Esto se 
debe a que la orientación del quadrotor se estima a partir de la expresión (4.14) del 
capítulo 4. 
Sin embargo, el controlador LQR es capaz de mantener la orientación del quadrotor 
deseada y los ángulos Phi y Psi con valores próximos a cero. 
 
Figura 53 - Escenario 5 LQR Actitud: Estados. 
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6.3 Control de posición 
Con el fin de ajustar y comprobar el correcto funcionamiento del control de actitud 
diseñado previamente en los apartados 6.1 y 6.2 del capítulo 6 de este proyecto. Se 
procede a desarrollar dos lazos simples de control posición en los ejes X e Y mediante 
dos controladores proporcionales.  
Para ello debemos estructurar los lazos de control de la forma que las consignas que 
reciban correspondan a los errores de velocidad calculados en el sistema de ejes cuerpo 
de la siguiente manera: 
(
u𝑐𝑚𝑑
v𝑐𝑚𝑑
) = (
cos(𝜓) sin(𝜓)
−sin(𝜓) cos(𝜓)
) (
X𝑠𝑝 − X
Y𝑠𝑝 − Y
) (6.43) 
 
La salida del controlador de posición para el eje X nos dará la consigna del ángulo de 
Pitch (Ɵcmd) y el lazo de control de posición Y el setpoint de Roll (φcmd). Cabe destacar 
que la consigna de Pitch se ha de invertir el signo, debido a que un cambio de ángulo 
negativo induce en el sistema una velocidad positiva en la dirección x de los ejes cuerpo 
a causa del control mixing. 
A continuación, se muestra la estructura de los lazos de control de posición: 
 
Figura 54 - Estructura del lazo de control de Posición 
Por último, el cálculo de las ganancias proporcionales de ambos lazos de control se 
realizará mediante prueba y error directamente sobre el simulador del modelo no lineal. 
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6.3.1 Resultados obtenidos del control de posición implementado en el 
simulador del sistema no lineal 
 
En este apartado realizaremos diferentes escenarios de control con un tiempo de 
simulación fijo a 10 segundos del modelo no lineal. Con el fin de comprobar el control 
Proporcional de posición descrito en el apartado 6.3 junto los controladores de actitud 
desarrollados en los apartados 6.1 y 6.2 de este mismo capítulo. 
En el anexo F del proyecto pueden encontrar los resultados obtenidos para las 
velocidades angulares y la señal de mando de los rotores, la corrección de actitud 
realizada por el controlador de actitud y por último, las fuerzas y momentos resultantes 
correspondientes a cada escenario. 
 Escenario 1 control Proporcional de posición + PID actitud: 
En este escenario se simula el control de posición proporcional para una Kp = 0.8 y una 
saturación de la salida de como máximo +-52 grados junto con el control PID de actitud 
detallado en el apartado (6.1.5). Para ello se introduce una consigna de posición sobre 
el eje X de 2 metros y para el eje Y de unos 3 metros sin tener en cuenta ningún tipo de 
perturbación ni ruido. 
A continuación, en la Figura 55 se muestra los estados obtenidos a partir de la simulación 
del control de posición sobre el modelo no lineal. 
 
Figura 55 - Escenario 1 P+PID posición: Estados 
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 Escenario 2 control Proporcional de posición + LQR actitud: 
En este escenario se simula el control de posición proporcional para una Kp = 0.5 y una 
saturación de la salida de como máximo +-52 grados junto con el control LQR de actitud 
detallado en el apartado (6.2.5). Para ello se introduce una consigna de posición sobre 
el eje X de 2 metros y para el eje Y de unos 3 metros sin tener en cuenta ningún tipo de 
perturbación ni ruido. 
En la Figura 56, se muestra como el control de posición sobre el modelo no lineal 
mediante un control de posición Proporcional más un control LQR de actitud es capaz 
lograr la posición deseada. 
 
Figura 56 - Escenario P+LQR posición: Estados 
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7. Implementación del control sobre el AscTec Hummingbird 
En este capítulo se explica de forma detallada las diferentes modificaciones y acciones 
que se han realizado sobre el AscTec Hummingbird de cara a implementar los 
controladores desarrollados. 
7.1 Calibración de los sensores 
Antes de implementar los controladores desarrollados en la plataforma de ROS hemos 
de tener en cuenta que al incorporar el ordenador Odroid – XU4 (3.3) sobre la placa 
AscTec AutoPilot, detallado en el apartado (3.5.3) del capítulo 3, y el magnetómetro 
(3.5.5) pueden verse afectados a causa de las interferencias electromagnéticas. Por esta 
razón, se debe realizar una calibración con el Odroid encendido para que las lecturas de 
los sensores tengan en cuenta el posible efecto causado, aunque estos ya estén 
calibrados de fábrica. 
Para realizar la calibración de los sensores utilizaremos el manual que podemos 
encontrar en la web del fabricante AscTec [30]. Los requisitos para poder llevar a cabo 
este manual son los siguientes: 
 Disponer del propio quadrotor. 
 Portátil con el programa AscTec AutoPilot Control v1.50 o una versión superior 
instalado. 
 Disponer de conexión USB mediante AscTec AutoPilot USB o X-Bee link. 
Se aconseja alejarse lo máximo posible de edificios u objetos metálicos con el fin de 
mejorar el resultado de la calibración. 
A continuación, procederemos a calibrar los sensores conectando el modulo X-Bee Serie 
al puerto serie LL0 del quadrotor, situado en la placa AutoPilot, y nuestro modulo X-Bee 
USB al puerto de nuestro ordenador. Ambos módulos los podemos ver en la siguiente 
Figura 57: 
 
Figura 57 - Izquierda: Modulo X-Bee Serie. Derecha: Modulo X-Bee USB. 
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Una vez conectados procedemos a abrir el software AutoPilot Control y seleccionamos 
el puerto COM correspondiente (COM23 (USB->FALCON)). 
 
Figura 58 - Selección puerto COM AscTec AutoPilot Control. 
Después clicaremos en “Connect” y los campos contenidos en el apartado de “Status” deben 
cambiar de color a verde. Si de lo contrario no se ha producido ningún cambio deberemos revisar 
la conexión y volverlo a intentar. 
 
Figura 59 - AscTec AutoPilot Control conectado 
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Como podemos ver en la Figura 59, nos hemos conectado con éxito y ahora 
procederemos a la calibración de los sensores yendo a “Tools->Calibration” (es posible 
que debamos presionar la tecla SHIFT para mostrar el menú oculto). Una vez se nos ha 
abierto la pantalla de calibración iremos a la pestaña de “Magnetic Field Sensors” y 
clicaremos en “Start Calibration”.  
Durante la calibración moveremos el quadrotor de modo que cada uno de los tres ejes 
de la brújula pueda ver perpendicularmente el máximo campo magnético de la Tierra 
tanto en dirección positiva como negativa. El vector del campo magnético de la Tierra 
apunta aproximadamente en la dirección norte-sur y se encuentra inclinado alrededor 
de unos 70º en el centro de Europa. Mediante el uso de las diferentes barras, que 
podemos observar en pantalla (Figura 60), intentaremos encontrar los valores máximos 
y mínimos para mag_x, mag_y y mag_z señalando cada uno de los brazos del vehículo 
en dirección al vector del campo magnético. Además, se realiza la misma operación de 
forma similar con el eje Z. 
 
Figura 60 - Calibración de los sensores. 
Se ha de tener en cuenta que el valor de cada uno de ellos suele ser diferentes y que los 
valores calculados se guardan de forma automática. 
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Una vez que ya no podamos encontrar ningún valor máximo o mínimo para los 
diferentes ejes procederemos a clicar en “Take measurement” y posteriormente sobre 
“Transmit to IMU”. 
 
Figura 61 - Calibración de los sensores finalizada. 
Una vez acabado el proceso reiniciaremos el quadrotor apagándolo y encendiéndolo de 
nuevo. 
Finalmente, verificaremos si la calibración tuvo éxito apuntando el vehículo hacia el 
norte y fijándonos en la pestaña de “Calculated IMU Data” el valor del ángulo de Yaw 
debe ser aproximadamente 0 º. 
 
Figura 62 - Verificación calibración NORTE. 
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Una vez comprobado esto giraremos 90º hacia el Este y el valor del mismo campo 
debe cambiar a un valor de alrededor 90 º.  
 
Figura 63 - Verificación calibración ESTE. 
7.2 ROS asctec_mav_framework 
El stack de ROS que se utiliza en este proyecto corresponde al asctec_mav_framework 
y está desarrollado por Markus Achtelik [31]. Este stack permite la adquisición de datos 
y control de posición para ser utilizado por el procesador de alto nivel de las aeronaves 
de Ascending Technologies. 
El stack se divide en tres packages diferentes: asctec_hl_comm, asctec_hl_firmware y 
asctec_interface. 
El package  asctec_hl_firmware contiene el firmware que deber ser “flasheado” sobre 
el HLP para garantizar el correcto funcionamiento de todo el stack [31].  
Además, se recomienda la instalación de las últimas versiones de las siguientes 
dependencias: ethzasl_msf, glog_catkin y catkin_simple. Junto con el último firmware 
del LLP y una versión reciente de ROS (hydro/indgo) que permita la utilización de catkin 
para el correcto funcionamiento del stack. 
A continuación, se detallará en los apartados 7.2.1 y 7.2.2 los paquetes modificados para 
lograr la implementación de nuestro control de actitud: asctec_hl_comm y 
asctec_hl_interface respectivamente. 
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7.2.1 asctec_hl_comm 
El package asctec_hl_comm se encarga de la definición de los mensajes necesarios para 
el funcionamiento del stack y las definiciones personalizadas de mensajes, servicios y 
acciones. También, contiene los header files para las comunicaciones con el controlador 
HLP situado en el AscTec AutoPilot. 
En nuestro proyecto, se ha modificado el mensaje mav_ctrl.msg, localizado en la ruta 
“..\ROS_AscTec\src\asctec_mav_framework\asctec_hl_comm\msg”, con la finalidad de 
poder actuar directamente sobre los motores permitiendo implementar nuestro control 
de actitud en el HLP junto a otras modificaciones. 
A continuación, se muestra como ha quedado el mensaje de ROS modificado. 
Algoritmo de control de actitud ROS – asctec_hl_interface 
Header header 
 
int8        type        #message type 
 
# control commands, all units in SI units !!! 
# There are 3 operating modes of the helicopter: 
# 1. Acceleration: x, y, z correspond to x_dotdot etc... with the exception that yaw is 
angular velocity 
#    Inputs must be in body-coordinates 
#    Currently x~pitch, y~roll, z~thrust, units in rad and rad/s for yaw 
# 2. Velocity: x, y, z, yaw correspond to x_dot etc... 
#    Vehicle must have it's own pose estimation e.g. vision/GPS 
#    Inputs must be in body-coordinates 
#    Units in m/s and rad/s respectively 
# 3. Position 
#    Vehicle must have it's own pose estimation e.g. vision/GPS 
#    Inputs in fixed coordinate system 
#    v_max_* is only valid for this mode and limits the velocity a vehicle approaches the 
waypoint 
 
float32     x 
float32     y 
float32     z 
float32     yaw 
float32     v_max_xy 
float32     v_max_z 
 
int8 directMotorControl = 6 
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int8 acceleration = 1 
int8 velocity = 2 
int8 position = 3 
int8 velocity_body = 4 
int8 position_body = 5 
 
 
Finalmente, podemos ver el contenido de todos los mensajes utilizados por el paquete 
asctec_hl_comm mediante el siguiente enlace [32]. 
7.2.2 asctec_hl_interface 
El package asctec_hl_interface se encarga de realizar la interfaz de ROS con el HLP y de 
la supervisión o depuración de los scripts. Además, es capaz de obtener una fusión de 
datos procedentes de la IMU con una entrada externa de posición arbitraria y un control 
de posición ejecutado a una velocidad de 1 kHz [34]. 
Asctec_hl_interface provee al usuario de una variedad de tópicos y servicios que pueden 
ser visualizados en [34] y que permiten por ejemplo, consultar la orientación de la 
aeronave o la velocidad de los distintos rotores. También, admite el encendido y 
apagado de los motores, incluso en vuelo, a través de un servicio de ROS. 
Para nuestro proyecto, se utilizarán los siguientes tópicos para obtener y generar la 
información deseada que permita el correcto funcionamiento del control de actitud. 
 Listado de tópicos a los cuales nuestro nodo de control de actitud se encuentra 
subscrito: 
 
 /fcu/imu: Tópico que permite obtener la información ofrecida por la IMU 
del quadrotor. 
 
 /fcu/rcdata: Tópico que permite leer el estado del control remoto  
Futaba 7C-2.4GHz. 
 
 /fcu/current_pose: Tópico que otorga la información la orientación y la 
posición del quadrotor. 
 
 Tópico utilizado por nuestro nodo de control de actitud para publicar las 
variables de control: 
 
 /fcu/control: En este tópico se almacenan  las variables de control 
publicadas en él. 
El contenido de alguno de ellos se encuentra descrito, de forma detallada, en el listado 
de mensajes proporcionado en el apartado 7.2.1 de este capítulo. 
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Finalmente, destacar que para poder llevar a cabo este proyecto ha sido necesario la 
modificación del  programa hl_interface.cpp y del header file hl_interface.h, anexados a 
la memoria de este proyecto, debido a que el autor no contempla la implementación de 
un control de actitud propio. 
Éstos se encuentran localizados en la siguiente ruta del stack: 
“..\ROS_AscTec\src\asctec_mav_framework\asctec_hl_interface\src”. 
Para el  header file hl_interface.h se ha añadido la declaración de la función que 
permitirá el envío de los comandos del control directo de los motores para Roll, Pitch, 
Yaw y Thrust al procesador de bajo nivel utilizando un mapeado estándar para la salida. 
Función añadida hl_interface.h – asctec_hl_interface 
115 
void sendDMCComandLL(const asctec_hl_comm::mav_ctrl &ctrl, 
asctec_hl_comm::mav_ctrl * ctrl_result = NULL); 
 
En el caso del programa hl_interface.cpp, las modificaciones realizas son las siguientes: 
Fragmentos del código modificado hl_interface.cpp – asctec_hl_interface 
496 
void HLInterface::sendControlCmd(const asctec_hl_comm::mav_ctrl & ctrl, 
asctec_hl_comm::mav_ctrl * ctrl_result) 
497 { 
498   bool validCommand = false; 
499  
500   if (ctrl.type == asctec_hl_comm::mav_ctrl::directMotorControl) 
501   { 
502     if (config_.position_control == asctec_hl_interface::HLInterface_POSCTRL_OFF) 
503     { 
504       sendDMCCommandLL(ctrl, ctrl_result); 
505       validCommand = true; 
506     } 
507     else 
508     { 
509       ROS_WARN_STREAM_THROTTLE(2, 
510           "GPS/Highlevel position control must be turned off. " 
511           "Set \"position_control\" parameter to \"off\""); 
512       if(ctrl_result != NULL) 
513         ctrl_result->type = -1; 
514     } 
515   } 
… … 
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607 
void HLInterface::sendDMCCommandLL(const asctec_hl_comm::mav_ctrl & msg, 
asctec_hl_comm::mav_ctrl * ctrl_result) 
608 { 
609   HLI_CMD_LL ctrlLL; 
610  
611   // spin-directions positive according to right hand rule around axis 
612   ctrlLL.x = helper::clamp<short>(0, 200, (short)(msg.x)); // 
613   ctrlLL.y = helper::clamp<short>(0, 200, (short)(msg.y)); // 
614  
615   // cmd=real_anglular_velocity*1000/k_stick_yaw, 
616 
  // cmd is limited to +- 1700 such that it's not possible to switch the motors with a bad 
command 
617 ctrlLL.yaw = helper::clamp<short>(0, 200, (short)(msg.yaw)); 
618  
619   // catch wrong thrust command ;-) 
620   if (msg.z > 200) 
621   { 
622     ROS_ERROR( 
623         "I just prevented you from giving full thrust..." 
624         "\nset the input range correct!!! [0 ... 200] "); 
625  
626     if(ctrl_result != NULL) 
627       ctrl_result->type = -1; 
628  
629     return; 
630   } 
631   else 
632   { 
633     ctrlLL.z = helper::clamp<short>(1, 200, (short)(msg.z)); 
634   } 
635  
636   if(ctrl_result != NULL) 
637   { 
638     *ctrl_result = msg; 
639     ctrl_result->x = static_cast<float>(100); 
640     ctrl_result->y = static_cast<float>(100); 
641     ctrl_result->z = static_cast<float>(0); 
642     ctrl_result->yaw = static_cast<float>(100); 
643   } 
… … 
646 comm_->sendPacket(HLI_PACKET_ID_CONTROL_LL, ctrlLL); 
647 } 
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Las modificaciones del programa hl_interface.cpp con respecto al original del stack 
consisten en añadir en el método HLInterface::sendControlCmd() una estructura de 
comparación que detecte el tipo de mensaje creado para utilizar el control de actitud 
diseñado. Esto se logra mediante el mensaje del tipo mav_control modificado en el 
apartado 7.2.1 de este mismo capítulo, tal y como se muestra en las líneas 496 a 515 del 
fragmento de código anunciado en este mismo apartado. Si el tipo de mensaje, 
corresponde con el adecuado se procede a realizar la llamada de la función 
sendDMCComandLL(), incorporada tanto en el hl_interface.h como el programa 
hl_interface.cpp, que requiere como argumentos la información almacenada sobre el 
tópico /fcu/control y posteriormente se valida los comandas de control. 
Una vez se ejecuta el método sendDMCComandLL(), se crea la estructura de control ctrLL 
que contiene las comandas de control  que permitirán actuar sobre los motores a través 
del control mixing. Estas comandas de control se limitan en un rango de 0 a 200 tal y 
como se indica en las líneas 611 a 645. 
Este rango de valores establecidos para las comandas enviadas al control mixing 
implican el porcentaje de par generado para cada uno de los motores. Por lo que las 
variables de control recibidas a través del tópico /fcu/control deben estar mapeadas 
según la siguiente relación: 
{
 
 
 
 𝐷𝑀𝐶 𝑃𝑖𝑡𝑐ℎ ⇒ 0 𝑎 200 ⇔ −100% 𝑎 100%
𝐷𝑀𝐶 𝑅𝑜𝑙𝑙 ⇒ 0 𝑎 200 ⇔ −100% 𝑎 100%
𝐷𝑀𝐶 𝑌𝑎𝑤 ⇒ 0 𝑎 200 ⇔ −100% 𝑎 100%
𝐷𝑀𝐶 𝑇ℎ𝑟𝑢𝑠𝑡 ⇒ 0 𝑎 200 ⇔ 0% 𝑎 100%
 (7.1) 
 
Finalmente, si todo el proceso surge sin ningún error inesperado se envía al procesador 
de bajo nivel mediante la sentencia descrita en la línea 646: 
 “comm_->sendPacket(HLI_PACKET_ID_CONTROL_LL, ctrlLL);”  
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7.3 Implementación del control de actitud en ROS 
La implementación del control de actitud en la plataforma de ROS se ha llevado a cabo 
a través de la utilización del stack descrito en el apartado 7.2 de este capítulo junto al 
controlador PID diseñado en el apartado 6.2 del capítulo 6. Cabe destacar, que 
únicamente se implementa el control de actitud mediante PID, debido a que no se ha 
logrado hacer funcionar los estimadores de estados que contiene el propio 
asctec_mav_framework y que permitiría el uso del controlador LQR diseñado. 
A continuación, se muestra en el apartado 7.3.1 mediante un ejemplo, como se puede 
obtener la información ofrecida por uno de los tópicos de ROS, mencionados en el 
apartado 7.2.2, utilizado para el control de actitud. 
7.3.1 Lectura de un tópico de ROS 
Se crea una clase quadRotor, implementada en lenguaje de programación C++ para este 
proyecto, que contiene los métodos necesarios para la adquisición y manipulación de la 
información deseada para nuestro nodo de control de actitud. Dicha clase se encuentra 
descrita en el header file quadProperties.hpp anexada a la memoria de este proyecto. 
Antes de poder adquirir la información que ofrece el tópico /fcu/imu debemos 
suscribirnos a él de la siguiente forma: 
Ejemplo 1: Código C++ para la suscripción de un nodo a un tópico de ROS. 
1 ros::NodeHandle nh; 
2 ros::Subscriber sub_imu; 
3 sub_imu    = nh.subscribe("fcu/imu",1,&quadRotor::readImuCallback,&hummingbird); 
 
Primero debemos crear un enlace que permita la comunicación del nodo invocado tal y 
como se muestra en la línea 1 del ejemplo 1.  
Por último, la función subscribe() llama al ROS Master para indicar que el nodo 
establecido desea obtener información de un tópico en concreto. Los argumentos para 
la función subscribe(), utilizada en la línea 3 del ejemplo 1, corresponden 
respectivamente al nombre del tópico deseado, el tamaño del buffer del mensaje, el 
método que procesará el mensaje cuando este sea recibido y el objeto que lo utilizará. 
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Una vez explicada la forma de cómo suscribirse a un tópico de ROS, debemos averiguar 
el tipo de mensaje que utiliza. Para ello, basta con introducir únicamente el siguiente 
comando a través del terminal: 
> $ rostopic info /fcu/imu 
 
Al haber introducido el comando, obtenemos el tipo de mensaje utilizado por el tópico  
que corresponde al tipo sensor_msgs/Imu tal y como se muestra en la Figura 64. 
 
Figura 64 - Tipo del mensaje ofrecido por /fcu/imu. 
Este mensaje no se encuentra definido en el paquete asctec_hl_comm descrito en el 
apartado 7.2.1 del capítulo 7 debido a que es un mesaje estándar de ROS. Por lo que 
podemos utilizar el comando enunciado a continuación para visualizar el contenido: 
> $ rosmsg show sensor_msgs/Imu 
 
Obteniendo los siguientes datos: 
 
Figura 65 - Contenido del msg sensor_msgs/Imu. 
Como podemos ver en la Figura 65, el mensaje sensor_msgs/Imu permite obtener la 
secuencia, el tiempo de stamp y el id del frame a través del mensaje std_msgs/Header, 
la orientación mediante el uso del mensaje geometry_msgs/Quaternion el cual contiene 
las cuatro componentes del cuaternión que la describen. La velocidad y aceleración 
angular, también descritos en otro mensaje del tipo geometry_msgs/Vector 3. Y 
finalmente, las covarianzas de la orientación y las velocidades anteriormente descritas 
en un array de floats de 64 bits. 
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Para acceder a la información del tópico se utiliza una función del tipo Callback que se 
caracteriza por no devolver ningún valor. 
A continuación, se muestra la función implementada en la clase quadRotor que permite 
obtener la orientación y las velocidades angulares del AscTec Hummingbird. 
Callback para obtener los datos ofrecidos por el tópico /fcu/imu 
1 void quadRotor::readImuCallback(const sensor_msgs::Imu::ConstPtr& msg) 
2 { 
3 // READ ORIENTATION 
4 // toEulerAngles(double qw, double qx, double qy, double qz) 
5 
toEulerAngles((msg->orientation.w), (msg->orientation.x), (msg->orientation.y), (msg-
>orientation.z)); 
6 // READ ANGULAR VELOCITY 
7 _P = (msg->angular_velocity).x; 
8 _Q = (msg->angular_velocity).y; 
9 _R = (msg->angular_velocity).z; 
10 } 
 
Los argumentos que debemos introducir en el Callback, que realiza el tratado de la 
información ofrecida por el tópico indicado, corresponden para este caso determinado 
al puntero: “const sensor_msgs::Imu::ConstPtr& msg”. Generalmente, estos punteros 
tienen el formato “tipo_del_mensage::ConstPtr& msg”. 
Por último, indicar que para que los Callbacks pendientes de ejecución sean ejecutados 
es necesario la utilización de la siguiente instrucción de ROS: ros::spinOnce(). Además, 
para el correcto funcionamiento del Callback se debe incluir los mensajes utilizados 
mediante sentencias del tipo #include <sensor_msgs/Imu.h>. 
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7.3.2 Publicación de un mensaje 
Finalizada la explicación de cómo obtener los datos almacenados en un tópico se 
procede, en este apartado 7.3.2, a describir a través de otro ejemplo como publicar la 
información deseada. 
Para poder publicar datos en un tópico debemos previamente crear un publicador de la 
siguiente forma: 
Ejemplo 2: Código C++ para la creación de un publicador de ROS. 
1 ros::NodeHandle nh; 
2 ros::Publisher pub_ctrl; 
3 pub_ctrl = nh.advertise<asctec_hl_comm::mav_ctrl> ("fcu/control", 1); 
 
De igual manera que en el ejemplo 1, del apartado 7.3.2, utilizamos el mismo enlace 
para establecer las comunicaciones. Posteriormente, a través de la función de ROS 
ros::Publisher se crea el objeto “pub_ctrl”  que contendrá el objeto de tipo Publisher que 
devuelve la función advertise() y que permitirá el volcado del contenido sobre el tópico. 
Finalmente, se indica a la función advertise() el tipo de mensaje a utilizar de la siguiente 
forma: advertise<tipo_del_mensaje> tal y como podemos ver en la línea 3 del ejemplo 
2. Además, se debe incluir en los argumentos del método el tópico deseado para 
publicar la información y al tamaño del buffer de mensajes para que la función 
advertise() se conecte al maestro de ROS indicando que el nodo deseado publicara 
mensajes sobre un tema determinado. 
Una vez declarado el publicador, se utiliza el objeto obtenido para enviar la información 
mediante el uso del método publish() como podemos ver en el ejemplo 3. En el 
argumento de esta función, se incluye el objeto que almacena el contenido del mensaje 
y que coincide con el tipo  indicado en la función advertise() del ejemplo 2. 
Ejemplo 3: Código C++ para la publicación de un mensaje sobre un tópico de ROS. 
1 pub_ctrl.publish(msg); 
 
En nuestro proyecto, el tipo de mensaje que contendrá las variables de control para el 
AscTec Hummingbird corresponde al tipo mav_ctrl.msg detallado en el apartado 7.2.1 
de este capítulo. 
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7.3.3 Nodo de control de actitud 
La implementación del control de actitud mediante PID en el stack de ROS 
asctec_mav_framework parte como base del programa ctrl_test.cpp. El cual se 
encuentra en la carpeta /src/ del package asctec_hl_interface y se puede ver descrito 
en el anexo de este proyecto. Este programa nos permite encender o apagar los motores 
mediante un servicio de ROS y publicar variables de control del tipo mav_control.msg a 
través del tópico /fcu/control. 
A continuación, se muestra de forma resumida el algoritmo empleado para la 
elaboración del nodo de control de actitud cuyo código se encuentra anexado al 
proyecto. 
Algoritmo de control de actitud ROS – asctec_hl_interface 
Incluir librerías, headers files u otros archivos necesarios. 
 
Declaración de la función usage() para mostrar argumentos válidos en el caso de que 
se haya introducido argumentos no validos mediante el terminal. 
 
int main(int argc, char ** argv) 
{ 
ros::init(argc, argv, "interfacetest"); 
ros::NodeHandle nh; 
 
Declarar publicador y suscritores de ROS. 
 
Si existen argumentos introducidos por el usuario: 
El comando introducido = “motors [0|1]”: 
{ 
 Apagar motores si el argumento introducido tiene como valor: 
“motors 0”. 
 Encender motores si el argumento introducido tiene como valor: 
“motors 1”. 
} 
El comando introducido = “ctrl Attitude [Phi Theta Psi Altitude]”: 
 Establecer consigna de Actitud deseada (Orientación en [º] 
 y la altitud en [m]) 
 Adaptar septpoints a las unidades del sistema. 
 Habilita el control mediante: directMotorControl. 
 Iniciar el modo control de Actitud. 
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Control de actitud: 
 
Declaración de las propiedades del quadrotor: 
 Inicialización de los estados y métodos asociados a la clase quadRotor. 
 Valores límites para el mapeo de variables del sistema 
 Valores límites para las variables de control. 
 
Declaración de las propiedades de ROS: 
 Establecer tópico para la publicación de las variables de control. 
 Establecer tópicos suscritos por el nodo de control para recibir la  
información del sistema. 
 Establecer frecuencia de muestreo de los mensajes de ROS. 
 
Declaración de los controladores utilizados: 
Si se utiliza control PID: 
 Declarar controladores PID mediante clase pidController. 
 Establecer [Kp, Ki, Kd], [Ts, N, b], [uMin, uMax] y estructura PID. 
 Imprimir por el terminal los parámetros del controlador. 
Si se utiliza control LQR: 
 Establecer matriz de ganancia de estados (Klqr) y adecuador de consignas 
(Adq) utilizado. 
 Imprimir por el terminal las matrices asociadas al control. 
 
Bucle de control: 
 
while (ros::ok()) 
{ 
 Lectura de los estados del quadrotor [p,q,r,φ,Ɵ,ѱ,U,V,W,X,Y,Z] . 
 Imprimir por el terminal los estados del quadrotor. 
 Lectura del estado del switch serie que permite utilizar el control 
implementado en ROS. 
If (serialSwitch >= 4080) //Activar control mediante el selector del radio control 
{ 
 Imprimir por el terminal: "CONTROLLERS STATUS: ON => ROS CONTROL". 
 Calcular variables manipuladas del sistema mv(t). 
 Imprimir por el terminal mv(t). 
 Obtener las variables de control del sistema mediante el mapeo 
de mv(t) a los valores aceptados por el AscTec Hummingbird. 
 Imprimir por el terminar los valores de las variables de control. 
 Publicar los valores de las variables de control en el tópico: /fcu/control. 
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} 
Else 
{ 
 Imprimir por el terminal: "CONTROLLERS STATUS: OFF => RADIO CONTROL". 
 Resetear integradores. (Si se utiliza controladores PID). 
} 
If(!ros::ok()) 
return 0; 
r.sleep(); 
} 
ros::spinOnce(); 
} 
return 0; 
} 
 
 
A través de la clase quadRotor, mencionada en el apartado 7.3.1 y adjunta al anexo del 
proyecto, se describen los métodos públicos más relevantes para la lectura y 
tratamiento de la información de diferentes estados deseados: 
 void readImuCallback(const sensor_msgs::Imu::ConstPtr& msg):  
 
Permite la obtención de la información ofrecida por el tópico /fcu/control. 
 
 void readCurrentPoseCallback(const geometry_msgs::PoseStamped::ConstPtr& 
msg):  
 
Permite conocer la posición y orientación del vehículo gracias al tópico 
/fcu/current_pose. 
 
 void rcdataCallback(const asctec_hl_comm::mav_rcdata::ConstPtr& msg):  
 
Adquiere el estado del control remoto utilizado a través de la lectura de los 
canales mostrados en el apartado 3.2 del capítulo 3. 
 
 void toEulerAngles(double qw, double qx, double qy, double qz):  
 
Transforma la orientación recibida en cuaterniones por los tópicos /fcu/imu y 
/fcu/current_pose a los ángulos de Euler correspondiente a la secuencia de 
rotación indicada en el apartado 4.3.3 del capítulo 4. 
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 void toWorldFrame, toBodyFrame y toBodyFramePsi:  
 
Permite realizar las rotaciones entre sistema de referencias indicados en el 
capítulo 4. Ambos métodos tienen como argumentos: (double uWorld[3], double 
&uxBody, double &uyBody, double &uzBody). 
 
 double mappingVar(double mv, double Osl, double Osh, double Isl, double Ish):  
 
Realiza el mapeado de las variables de control a partir de los valores máximos 
aceptados por la señal de entrada [Isl, Ish] y los límites de la salida deseada [Osl, 
Osh]. 
Para realizar el cómputo de las variables de control del sistema mediante controladores 
PID se utiliza la clase pidController. Esta clase se encuentra descrita en el header file 
pidControlllers.hpp adjunto en el anexo del proyecto. 
Los métodos públicos más importantes de la clase pidController son los siguientes: 
 pidController(double pidGains [3], double pidParam[3], double pidSat[2], int 
pidConfig): 
 
Este método sirve para construir nuestro controlador PID a partir de la 
introducción de las ganancias del controlador (Kp, Ki, Kd), del tiempo de 
muestreo (Ts), del coeficiente del filtro de primer orden (N) para el cálculo de 
la derivada y el factor de peso de la entrada (b = 1) para no incluir ninguna 
alteración de la consigna. Además, de la saturación de la salida del PID junto con 
la estructura de control utilizada mediante el parámetro pidConfig: 
𝑝𝑖𝑑𝐶𝑜𝑛𝑓𝑖𝑔 = 0 ⇒ 𝐶𝑜𝑛𝑡𝑟𝑜𝑙 𝑃
𝑝𝑖𝑑𝐶𝑜𝑛𝑓𝑖𝑔 = 1 ⇒ 𝐶𝑜𝑛𝑡𝑟𝑜𝑙 𝑃𝐼
𝑝𝑖𝑑𝐶𝑜𝑛𝑓𝑖𝑔 = 2 ⇒ 𝐶𝑜𝑛𝑡𝑟𝑜𝑙 𝑃𝐼𝐷  (𝑑𝑒𝑟𝑖𝑣𝑎𝑑𝑎 𝑑𝑒 𝑙𝑎 𝑠𝑒ñ𝑎𝑙 𝑐𝑎𝑙𝑐𝑢𝑙𝑎𝑑𝑎)
𝑝𝑖𝑑𝐶𝑜𝑛𝑓𝑖𝑔 = 3 ⇒ 𝐶𝑜𝑛𝑡𝑟𝑜𝑙 𝑃 + 𝐷 (𝑑𝑒𝑟𝑖𝑣𝑎𝑑𝑎 𝑑𝑒 𝑙𝑎 𝑠𝑒ñ𝑎𝑙 𝑐𝑎𝑙𝑐𝑢𝑙𝑎𝑑𝑎)
𝑝𝑖𝑑𝐶𝑜𝑛𝑓𝑖𝑔 = 4 ⇒ 𝐶𝑜𝑛𝑡𝑟𝑜𝑙 𝑃𝐼 + 𝐷 (𝑑𝑒𝑟𝑖𝑣𝑎𝑑𝑎 𝑑𝑒 𝑙𝑎 𝑠𝑒ñ𝑎𝑙 𝑐𝑎𝑙𝑐𝑢𝑙𝑎𝑑𝑎)
𝑝𝑖𝑑𝐶𝑜𝑛𝑓𝑖𝑔 = 5 ⇒ 𝐶𝑜𝑛𝑡𝑟𝑜𝑙 𝑃 + 𝐷 (𝑑𝑒𝑟𝑖𝑣𝑎𝑑𝑎 𝑑𝑒 𝑙𝑎 𝑠𝑒ñ𝑎𝑙 𝑚𝑒𝑑𝑖𝑑𝑎)  
𝑝𝑖𝑑𝐶𝑜𝑛𝑓𝑖𝑔 = 6 ⇒ 𝐶𝑜𝑛𝑡𝑟𝑜𝑙 𝑃𝐼 + 𝐷  (𝑑𝑒𝑟𝑖𝑣𝑎𝑑𝑎 𝑑𝑒 𝑙𝑎 𝑠𝑒ñ𝑎𝑙 𝑚𝑒𝑑𝑖𝑑𝑎)
 (7.2) 
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 void resetIntegral(): 
 
Permite resetear el valor de la acción integral calculada para evitar dinámicas no 
deseadas al  volver activar el control de actitud alojado en el HLP después de 
haber sido desactivado mediante el switch serie indicado en el apartado 3.2 del 
capítulo 3. 
 
 double computePid(double sp, double pv, double dot_pv): 
 
Realiza el cómputo del controlador PID mediante el algoritmo descrito en [35] y 
mostrado a continuación. 
 
PID Algorithm – PID Controllers: Theory, Design, and Tuning (2ND EDITION) 
K. Åström and T. Hägglund [35] 
“Compute controller coeficients 
bi = K*h/Ti                                                                       “integral gain 
ad = (2*Td-N*h)/(2*Td+N*h) 
bd = (2*K*N*Td)/(2*Td+N*h)                                     “derivative gain 
a0 = h/Tt 
 
“Bumpless parameter changes 
I = I+Kold*(bold*ysp-y)-Knew*(bnew*ysp-y) 
 
“Control algotihm 
r = adint(ch1)                                                                  “read setpoint from ch1 
y = adint(ch2)                                                                  “read process variable from ch2 
P = K*(b*ysp-y)                                                               “compute proportional part 
D = ad*D-bd*(y-yold)                                                     “update derivative part 
v = P+I+D                                                                          “compute temporary output 
u = sat(v,ulow,uhigh)                                                     “simulate actuator saturation 
daout(ch1)                                                                       “set analog output ch1 
I =I+bi*(ysp-y)+a0*(u-v)                                                “uptade integral 
yold = y                                                                            “update old process output 
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Una vez definidos los programas que intervienen en el control de actitud se sitúan en la 
carpeta /src/ del paquete asctec_hl_interface. Si dichos programas son de nueva 
creación se debe modificar el archivo CMakeList.txt localizado en la siguiente 
dirección:“..\ROS_AscTec\src\asctec_mav_framework\asctec_hl_interface”. 
Añadiendo al final del archivo el ejecutable del programa mediante la función 
add_executable(), las dependencias necesarias para su ejecución a través de la función 
add_dependencies() y la compilación de las librerías que utilizará con la función 
target_link_libraries() tal y como se muestra a continuación. 
CMakeList.txt – asctec_hl_interface 
 … 
 add_executable(ctrl_test_Adrian src/ctrl_test_Adrian.cpp) 
 add_dependencies(ctrl_test_Adrian ${catkin_EXPORTED_TARGETS}) 
 target_link_libraries(ctrl_test_Adrian ${catkin_LIBRARIES}) 
 
Para aplicar los cambios realizados se debe compilar el espacio de trabajo que contiene 
los programas situándonos en la raíz y posteriormente realizar el comando catkin_make. 
 
Figura 66 - Compilar programa de ROS. 
Si la compilación del programa transcurre de forma correcta obtendremos un resultado 
semejante al mostrado en la Figura 66. 
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Finalmente, se esboza a continuación el algoritmo de control de posición que podría ser 
implementado en un trabajo futuro y que tiene como base el propio control de actitud 
descrito en este mismo apartado. 
Algoritmo de control de posición  ROS – asctec_hl_interface 
Incluir librerías, headers files u otros archivos necesarios. 
 
Declaración de la función usage() para mostrar argumentos válidos en el de que se 
haya introducido argumentos no validos mediante el terminal. 
 
int main(int argc, char ** argv) 
{ 
ros::init(argc, argv, "interfacetest"); 
ros::NodeHandle nh; 
 
Declarar publicador y suscritores de ROS. 
 
Si existen argumentos introducidos por el usuario: 
El comando introducido = “motors [0|1]”: 
{ 
 Apagar motores si el argumento introducido tiene como valor: 
“motors 0”. 
 Encender motores si el argumento introducido tiene como valor: 
“motors 1”. 
} 
El comando introducido = “ctrl Position [X Y Altitude Psi]”: 
 Establecer consigna de actitud deseada (Orientación en [º] 
 y la altitud en [m]) 
 Adaptar septpoints a las unidades del sistema. 
 Habilita el control mediante: directMotorControl. 
 Iniciar el modo control de posición. 
 
Control de posición: 
 
Declaración de las propiedades del quadrotor: 
 Inicialización de los estados y métodos asociados a la clase quadRotor. 
 Valores límites para el mapeo de variables del sistema 
 Valores límites para las variables de control. 
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Declaración de las propiedades de ROS: 
 Establecer tópico para la publicación de las variables de control. 
 Establecer tópicos suscritos por el nodo de control para recibir la  
información del sistema. 
 Establecer frecuencia de muestreo de los mensajes de ROS. 
 
Declaración de los controladores utilizados: 
Si se utiliza control PID: 
 Declarar controladores PID mediante clase pidController. 
 Establecer [Kp, Ki, Kd], [Ts, N, b], [uMin, uMax] y estructura PID. 
 Imprimir por el terminal los parámetros del controlador. 
Si se utiliza control LQR: 
 Establecer matriz de ganancia de estados (Klqr) y adecuador de consignas 
(Adq) utilizado. 
 Imprimir por el terminal las matrices asociadas al control. 
 
Bucle de control: 
 
while (ros::ok()) 
{ 
 Lectura de los estados del quadrotor [p,q,r,φ,Ɵ,ѱ,U,V,W,X,Y,Z] . 
 Imprimir por el terminal los estados del quadrotor. 
 Lectura del estado del switch serie que permite utilizar el control 
implementado en ROS. 
If (serialSwitch >= 4080) //Activar control mediante el selector del radio control 
{ 
 Imprimir por el terminal: "CONTROLLERS STATUS: ON => ROS CONTROL". 
 Calcular el error de posición. 
 Expresar error de posición en ejes cuerpo. 
 Calcular variables manipuladas del sistema mv(t). 
 Imprimir por el terminal mv(t). 
 Obtener las variables de control del sistema mediante el mapeo 
de mv(t) a los valores aceptados por el AscTec Hummingbird. 
 Imprimir por el terminar los valores de las variables de control. 
 Publicar los valores de las variables de control en el tópico: /fcu/control. 
} 
Else 
{ 
 Imprimir por el terminal: "CONTROLLERS STATUS: OFF => RADIO CONTROL". 
 Resetear integradores. (Si se utiliza controladores PID). 
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} 
If(!ros::ok()) 
return 0; 
r.sleep(); 
} 
ros::spinOnce(); 
} 
return 0; 
} 
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7.4 Pruebas en vacío y de vuelo 
En este apartado se detalla el proceso seguido para realizar las pruebas de vuelo en vacío 
para la implementación del control de actitud mediante PID sobre el stack de ROS 
descrito en este capítulo. 
La primera tarea realizada consiste en comprobar el correcto funcionamiento de las 
modificaciones establecidas en el package asctec_hl_interface y asctec_hl_comm y 
descritas en el apartado 7.2 de este capítulo mediante el control del quadrotor a través 
de las lecturas del control remoto.  
Una vez verificado su correcto funcionamiento se procede a anclar la aeronave en una 
bancada de pruebas, tal y como se muestra en la Figura 67, disponible en el laboratorio 
del grupo de investigación SAC (Sistemas Avanzados de Control). 
 
Figura 67 - Bancada de pruebas. 
Con el quadrotor anclado al banco de pruebas, procedemos a depurar el lazo de control 
PID encargado de controlar el ángulo de Pitch desahibilitando los demás lazos debido a 
que únicamente se permite el movimiento del quadrotor sobre un eje. 
A continuación se realizan diferentes experimentos recopilados mediante la utilidad de 
ROS denominada rosbag que nos permite almacenar y reproducir en un fichero 
encriptado todos los mensajes publicados por los topicos seleccionados a través del 
siguiente comando: 
> $ rosbag record –o TFM_ARR_pitch --duration=1m /fcu/imu 
 
Mediante esta sentecia de ROS podemos grabar un rosbag que almacene la información 
publicada en el tópico /fcu/control durante un minuto en un fichero del tipo *.bag y 
cuyo nombre contiene el prefijo “TFM_ARR”.  
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Partiendo de los valores establecidos para el lazo de control de Pitch y Roll, descritos en 
la Tabla 24 del apartado 6.1.5 del capítulo 6, se observa que se han de modificar los 
valores debido a que el sistema oscila. 
Tras realizar varios experimentos se obtiene los siguientes resultados, mostrados en la 
Figura 68,  correspondientes a dos controladores diferentes para el ángulo de Pitch y 
comparados con los datos adquiridos por el controlador de actitud implementado por 
defecto con el fin de escoger el controlador adecuado. 
 
Figura 68 - Control de Actitud AscTec vs Control PID de Pitch. 
Como podemos ver en la Figura 68, los resultados obtenidos osicilan en torno a una 
referencia de Pitch de 0 grados. Cabe destacar, que las medidas recolectadas incluyen 
ruido en los sensores producidos por las vibraciones de la bancada. 
Finalmente, se escoge el controlador PID 2 debido a que contiene menos oscilaciones 
que el PID 1 mostrado en la Figura 68 y cuyos parámetros se muestran en la Tabla 28: 
PID CONTROL ASCTEC HUMMINGBIRD – ÁNGULO DE ROLL (φ) y PITCH(Ɵ) 
Kp 0,95 
Ki 0,32 
Kd 0,10 
Tabla 28 - Parámetros PID implementados para los lazos de control Pitch y Roll. 
Para el controlador PID encargado del ángulo de Roll se escogen las mismas ganancias 
debido a que las dinámicas de Pitch y Roll son semejantes. 
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Una vez sintonizados los controladores PID para los ángulos de Roll y Pitch se procede a 
depurar el lazo de control encargado del ángulo de Yaw desacoplando el quadrotor de 
la bancada y limitando el control para el ángulo deseado. 
Se modifica el programa de control para que la orientación Yaw coincida con la consigna. 
Posteriomente, se sosteniene el quadrotor con la mano con mucha precaución para 
simular las rotaciones sobre el eje Z e intentar obtener una variable manipulada 
alrededor de 0 debido a que su valor debe ser nulo a causa de no cometer error. 
Tras diversos experimentos se obtiene los siguientes resultados (Tabla 29):  
PID CONTROL ASCTEC HUMMINGBIRD – ÁNGULO DE YAW (ѱ) 
Kp 0,6 
Ki 0,17 
Kd 0,15 
Tabla 29 - Parámetros PID implementados para el lazo de control Yaw. 
Para la altura de la aeronave se decide controlarla manualmente mediante el mando de 
control remoto dejando su implementación como una línea futura de trabajo a causa de 
no disponer de un sistema que garantice la seguridad propia durante las primeras 
pruebas de vuelo. Además, se observaron comportamientos extraños a la hora de 
cambiar del control automático de actitud al control de emergencia que provocaron un 
pequeño accidente. 
Finalmente, se realizan las pruebas de vuelo utilizando los controladores diseñados a lo 
largo de este apartado obteniendo unos resultados satisfactorios que se mostrarán 
mediante un video durante la defensa del proyecto. 
 
 
 
 
 
 
 
 
 
 
 
 
  
ESTUDIO DEL CONTROL DE ACTITUD DE UN QUADROTOR HUMMINGBIRD DE   
ASCTEC UTILIZANDO ROS (ROBOTIC OPERATING SYSTEM) 
Departament d’Enginyeria de Sistemes, Automàtica i Informàtica Industrial 
 
  
 
Adrián Ruiz Royo  127 
8. Planificación del trabajo 
Para la elaboración del proyecto se ha distribuido la carga de las diferentes tareas 
realizadas paralelamente al redactado de la memoria según el diagrama de Gantt que 
podemos ver en el anexo A del proyecto. 
9. Presupuesto 
En la Tabla 30 se puede observar el presupuesto del material utilizado para la 
elaboración de este proyecto. 
PRESUPUESTO DEL PROYECTO 
Concepto Unidades Precio/ud (€) Coste (€) 
AscTec Hummingbird 
· AscTec Autopilot V2 
· Software de control de vuelo 
· Kit de desarrollo de software 
· Receptor 
1 €              3.515,00 €    3.515,00 
Control remoto Futaba FF-7, 2.4GHz 
· Incl. Cargador y batería 
1 €                 289,00 €       289,00 
JTAG module 1 €                   59,00 €         59,00 
Xbee PRO datalink 2.4 GHz 
· Wireless serial data link. 2 XBee modules, 
incl. USB interface. 
1 €                 129,00 €       129,00 
LiPo Battery 2100 mAh 
· Lithium-polymere battery pack, modified 
for your UAV. 
3 €                   66,00 €       198,00 
Odroid XU-4 1 €                   50,00 €         50,00 
Antena WiFi Module 3 1 €                     5,00 €           5,00 
Portatil 1 €                 650,00 €       650,00 
Licencia Matlab 
· Matlab and Simulink student suite 
· Aerospace blockset and toolbox 
· System Identification Toolbox 
1 €                   90,00 €         90,00 
Ubuntu 14.04.2 LTS 1 €                        - €              - 
ROS Indigo 
· asctec_mav_framework 
1 €                        - €              - 
  Horas (h) Precio/h (€)    
Salario ingeniero 650  €                     8,00   €    5.200,00  
COSTE TOTAL  €  10.185,00  
Tabla 30 - Presupuesto del proyecto. 
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10. Conclusiones 
Se ha logrado el objetivo del proyecto de realizar un controlador lineal de actitud para 
el quadrotor AscTec Hummingbird utilizando la plataforma de ROS.  
Para llegar a cumplir este objetivo se han seguido los siguientes pasos: 
En primer lugar, se ha realizado una primera toma de contacto con los elementos que 
conforman el quadrotor AscTec Hummingbird permitiendo concocer el funcionamiento 
de este tipo de aeronaves. Despúes, se ha realizado un estudio de los diferentes modelos 
dinámicos utilizados en trabajos previos para poder obtener un modelo no lineal, 
representado en espacio de estados, que permita implementar un simulador en Matlab 
Simulink del comportamiento del quadrotor. 
El siguiente paso ha  sido la linealización del modelo sobre el punto de equilibrio de 
Hover, en el cual la aeronave se encuentra sobre un punto fijo en el espacio y totalmente 
estable, para facilitar el diseño del control lineal de actitud mediante PID y técnicas de 
control óptimo como el control LQR. 
Antes de comenzar a diseñar el controlador lineal de actitud se ha realizado una toma 
de contacto con la plantaforma de ROS para verificar si era posible implementar el 
control de actitud sobre el stack asctec_mav_framework debido a que los autores de 
éste no dan soporte a la implementación de un control de actitud propio.  
Una vez verificado que se puede realizar la implementación de un controlador de actitud 
propio mediante el uso de un control mixing que genere las acciones de control directo 
sobre los distintos rotores se procede a elbarorar el diseño de una batería de 
controladores PD bajo unas especificaciones de trabajo deseadas. Estos controladores 
han sido evaluados sobre el simulador no lineal para obtener las ganancias del PID de 
los distintos lazos de control escogidas mediante la miminización del error cometio en 
régimen permanente, utilizando el criterio JITAE, a través de la comparación de la 
respuesta obtenida por el sistema con una respuesta de segundo orden deseado.  
Después de sintonizar los controladores PID se ha realizado la miminización del sistema 
lineal debido a que la utilización de todos los estados para el diseño del control LQR de 
actitud introducia dinámicas no deseadas. Para la elección de las matrices Q y R que 
permiten obtener la matriz de ganancias de estados se ha utilizado la regla de Bryson  
como punto de partida para elaborar una serie de simulaciones que permitá establecer 
los pesos de las matrices Q y R bajo el mismo criterio establecido para la elección de los 
controladores PID. 
Para comprobar el correcto funcionamiento de los controladores de actitud 
desarrollado se realiza un pequeño control de posición mediante un controlador 
proporcional. 
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Acabado el diseño del control de actitud se procede a implementar únicamente el 
controlador de actitud utilizando PIDs debido a que no se ha logrado utilizar los 
estimadores de estados que ofrece el stack asctec_mav_framework.  
Una vez implementado el nodo de control en C++ se realizan las pruebas en vacio que 
permitan depurar los controladores sobre la planta real fijando el quadrotor sobre una 
bancada de pruebas y se observa que los parámetros obtenidos en simulación producen  
oscilaciones que desestabilizan el sistema. 
Finalmente, se sintonizan los controladores de actitud para los lazos de control 
correspondientes a los ángulos de Pitch, Roll y Yaw y se permite actuar a través del 
control remoto para regular únicamente la altura de la aeronave garantizándonos el 
correcto funcionamiento del control automático durante las pruebas de vuelo. 
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11. Trabajo Futuro 
Aunque se ha logrado el objetivo marcado al inicio del proyecto, el desarrollo de éste 
permite imaginar una serie de mejoras que se podrían llevar a cabo: 
 Optimizar el código utilizado para simular el comportamiento del quadrotor con 
el fin de reducir el tiempo de simulación. 
 
 Implementar sobre el sistema real el control de la altitud utilizando un 
controlador PID. 
 
 La estimación de los estados del quadrotor a través de los distintos estimadores 
ofrecidos por el stack utilizado para la implementación del control LQR diseñado 
en este proyecto. 
 
 Dotar al control de actitud implementado en este proyecto de un lazo de control 
de posición. 
 
 Crear un stack de ROS propio enfocado a técnicas de control avanzadas, como 
por ejemplo, Linear Parameter Varying Control (LPV control) o Model Predective 
Control (MPC) o para el uso de estimadores como el Extended Kalman Filter 
(EKF). 
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ANEXO A: Diagrama de Gantt. 
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ANEXO B: Funciones del Simulador no lineal 
En este anexo se muestran las funciones que utiliza el simulador no lineal para su 
funcionamiento. 
Comportamiento aerodinámico 
function AerodynamicBehaviourModel(block) 
% 
%MSFUNTMPL A Template for a MATLAB S-Function 
%   VERSIÓN DEL 17 OCTUBRE DEL 2017 A.RUIZ 
%   AÑADIDA SALIDA QM PARA REALIMENTAR EL BLOQUE DEL ROTOR (TLoad) 
% 
%   The MATLAB S-function is written as a MATLAB function with the 
%   same name as the S-function. Replace 'msfuntmpl' with the name 
%   of your S-function. 
% 
%   It should be noted that the MATLAB S-function is very similar 
%   to Level-2 C-Mex S-functions. You should be able to get more 
%   information for each of the block methods by referring to the 
%   documentation for C-Mex S-functions. 
% 
 
 
% 
% The setup method is used to setup the basic attributes of the 
% S-function such as ports, parameters, etc. Do not add any other 
% calls to the main body of the function. 
% 
setup(block); 
 
%endfunction 
 
% Function: setup =================================================== 
% Abstract: 
%   Set up the S-function block's basic characteristics such as: 
%   - Input ports 
%   - Output ports 
%   - Dialog parameters 
%   - Options 
% 
%   Required         : Yes 
%   C-Mex counterpart: mdlInitializeSizes 
% 
function setup(block) 
% Register the number of ports. 
%****************************************************************** 
block.NumInputPorts  = 5; 
%****************************************************************** 
block.NumOutputPorts = 3; 
 
% Set up the port properties to be inherited or dynamic. 
%****************************************************************** 
%Configurar entradas Fuerzas y Momentos (ejes cuerpo) 
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%****************************************************************** 
% W ROTORS = [w1,w2,w3,w4] [rad/s] 
for i=1:4 
    block.InputPort(i).Dimensions = 1; 
    block.InputPort(i).DirectFeedthrough = false; 
    block.InputPort(i).SamplingMode = 'Sample'; 
end 
%STATES = [P,Q,R,Phi,The,Psi,U,V,W,X,Y,Z] 
block.InputPort(5).Dimensions = 12; 
block.InputPort(5).DirectFeedthrough = false; 
block.InputPort(5).SamplingMode = 'Sample'; 
 
%****************************************************************** 
%Configurar salidas 
%****************************************************************** 
for i=1:2 %F_b = [Fx_b,Fy_b,Fz_b] y M_b = [Mx_b,My_b,Mz_b] 
    block.OutputPort(i).Dimensions = 3; 
    block.OutputPort(i).SamplingMode = 'Sample'; 
end 
% DRAG MOMENT (QM) 
block.OutputPort(3).Dimensions = 4; 
block.OutputPort(3).SamplingMode = 'Sample'; 
 
% Register the parameters. 
%****************************************************************** 
block.NumDialogPrms     = 3; %IC + Aerodynamic param + Hummingbird par 
%****************************************************************** 
% Set up the continuous states. 
%****************************************************************** 
%   block.NumContStates = 1; %¿¿¿¿???? 
%****************************************************************** 
% Register the sample times. 
%  [0 offset]            : Continuous sample time 
%  [positive_num offset] : Discrete sample time 
% 
%  [-1, 0]               : Inherited sample time 
%  [-2, 0]               : Variable sample time 
block.SampleTimes = [0 0]; 
 
% ----------------------------------------------------------------- 
% Options 
% ----------------------------------------------------------------- 
% Specify if Accelerator should use TLC or call back to the 
% MATLAB file 
block.SetAccelRunOnTLC(false); 
 
% Specify the block simStateCompliance. The allowed values are: 
%    'UnknownSimState', < The default setting; warn and assume DefaultSimState 
%    'DefaultSimState', < Same SimState as a built-in block 
%    'HasNoSimState',   < No SimState 
%    'CustomSimState',  < Has GetSimState and SetSimState methods 
%    'DisallowSimState' < Errors out when saving or restoring the SimState 
block.SimStateCompliance = 'DefaultSimState'; 
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% ----------------------------------------------------------------- 
% The MATLAB S-function uses an internal registry for all 
% block methods. You should register all relevant methods 
% (optional and required) as illustrated below. You may choose 
% any suitable name for the methods and implement these methods 
% as local functions within the same file. 
% ----------------------------------------------------------------- 
 
% ----------------------------------------------------------------- 
% Register the methods called during update diagram/compilation. 
% ----------------------------------------------------------------- 
 
% 
% CheckParameters: 
%   Functionality    : Called in order to allow validation of the 
%                      block dialog parameters. You are 
%                      responsible for calling this method 
%                      explicitly at the start of the setup method. 
%   C-Mex counterpart: mdlCheckParameters 
% 
block.RegBlockMethod('CheckParameters', @CheckPrms); 
 
% ----------------------------------------------------------------- 
% Register methods called at run-time 
% ----------------------------------------------------------------- 
 
% 
% InitializeConditions: 
%   Functionality    : Call to initialize the state and the work 
%                      area values. 
%   C-Mex counterpart: mdlInitializeConditions 
% 
block.RegBlockMethod('InitializeConditions', @InitializeConditions); 
 
% 
% Outputs: 
%   Functionality    : Call to generate the block outputs during a 
%                      simulation step. 
%   C-Mex counterpart: mdlOutputs 
% 
block.RegBlockMethod('Outputs', @Outputs); 
 
% ------------------------------------------------------------------- 
% The local functions below are provided to illustrate how you may implement 
% the various block methods listed above. 
% ------------------------------------------------------------------- 
function CheckPrms(block) 
quad          =   block.DialogPrm(1).Data; 
IC            =   block.DialogPrm(2).Data; 
aeroParam     =   block.DialogPrm(3).Data; 
%endfunction 
 
function InitializeConditions(block) 
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% INICIALIZACIÓN DEL BLOQUE AerodynamicBehaviourModel 
% 
%****************************************************************** 
%   CARGAR PARAMETROS 
%****************************************************************** 
quad = block.DialogPrm(1).Data; 
IC = block.DialogPrm(2).Data; 
aeroParam = block.DialogPrm(3).Data; 
 
%****************************************************************** 
%   INICIALIZAR LOS 12 ESTADOS DEL MODELO 
%****************************************************************** 
%   P, Q & R [deg/s] convert to [rad/s] 
%------------------------------------------------------------------ 
P = IC.P*pi/180; Q = IC.Q*pi/180; R = IC.R*pi/180; 
%   Phi, Theta & Psi [deg] convert to [rad] 
%------------------------------------------------------------------ 
Phi = IC.Phi*pi/180; Theta = IC.Theta*pi/180; Psi = IC.Psi*pi/180; 
%   U, V & W [m/s] 
%------------------------------------------------------------------ 
U = IC.U;   V = IC.V;   W = IC.W; 
%   X, Y & Z [m] 
%------------------------------------------------------------------ 
X = IC.X;   Y = IC.Y;   Z = IC.Z; 
 
iStates = [P,Q,R,Phi,Theta,Psi,U,V,W,X,Y,Z]; 
 
%****************************************************************** 
% INICIALIZAR W ROTORS 
%****************************************************************** 
w1 = IC.w1; w2 = IC.w2; w3 = IC.w3; w4 = IC.w4; 
iOmegaRotor = [w1,w2,w3,w4]; 
Beta, Induced Vel. (Vi), Rotor Advance Ratio (Mu) And Inflow Ratio (Lambda) Iniciales 
[~,~,Mu,Lambda]=Calculate_Beta_Vi_Mu_Lambda(iStates,iOmegaRotor,... 
    quad,aeroParam); 
Aerodynamic Coefficients Iniciales 
 [CT,CH,CQ,CR]=Calculate_Aerodynamic_Coefficients(Mu,Lambda,quad,aeroParam); 
Aerodynamic Forces and Moments Iniciales 
 [T,H,QM,RM]=Calculate_Aerodynamic_Foces_Moments(CT,CH,CQ,CR,iOmegaRotor,... 
    quad,aeroParam); 
Matrix Rotation ZYX Inicial 
w_R_b Matrix Rotation ZYX (BF TO WF) b_R_w Matrix Rotation ZYX (WF TO BF) 
[w_R_b,b_R_w] = Calculate_Matrix_Rotation_ZYX(iStates); 
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%****************************************************************** 
%   ACTUACIÓN DE FUERZAS SOBRE EL MODELO 
%****************************************************************** 
% GRAVITY FORCE IN BODY FRAME 
%------------------------------------------------------------------ 
Fg_w = [0; 0; quad.mass*quad.g];   %Fg in world frame (z positio down) 
Fg_b = b_R_w*Fg_w;                 %Fg in body frame 
 
% THRUST FORCE IN BODY FRAME 
%------------------------------------------------------------------ 
%This script transforms the Thrust on each rotor in a total thrust which 
%acts on the quadrotor COG. Note that the Thrust only has "z body" 
%direction and the other components are forced to be zero. 
T_b = sum(T)*[0;0;-1]; 
 
% HUB FORCE ALONG AXIS 
%------------------------------------------------------------------ 
for j = 1:4 
    %     Hx(j) = cos(Beta)*H(j); % ALONG X AXIS 
    %     Hy(j) = sin(Beta)*H(j); % ALONG Y AXIS 
    if (sqrt(U^2+V^2)== 0) 
        Hx(j) = 0; 
        Hy(j) = 0; 
    else 
        Hx(j) = H(j)*(U/(sqrt(U^2+V^2))); % ALONG X AXIS 
        Hy(j) = H(j)*(V/(sqrt(U^2+V^2))); % ALONG Y AXIS 
    end 
end 
% HUB FORCES: 
%------------------------------------------------------------------ 
HubF = [sum(Hx);sum(Hy);0]; 
 
% FRICTION DRAG FORCE 
%------------------------------------------------------------------ 
Fdrag = [.5*aeroParam.Cdf*aeroParam.rho*quad.Surface*U*abs(U);... 
    .5*aeroParam.Cdf*aeroParam.rho*quad.Surface*V*abs(V);... 
    .5*aeroParam.Cdf*aeroParam.rho*quad.Surface*W*abs(W)]; 
 
% FORCES ALONG AXIS 
%------------------------------------------------------------------ 
F_b = [ Fg_b(1) + T_b(1) - HubF(1) - Fdrag(1); ... 
    Fg_b(2) + T_b(2) - HubF(2) - Fdrag(2); ... 
    Fg_b(3) + T_b(3) - HubF(3) - Fdrag(3)]; 
%****************************************************************** 
%   ACTUACIÓN DE LOS MOMENTOS SOBRE EL MODELO 
%****************************************************************** 
 
% ROLLING MOMENT RM ALONG AXIS 
%------------------------------------------------------------------ 
for j=1:4 
    %     RMx(j) = cos(Beta)*RM(j); % ALONG X AXIS 
    %     RMy(j) = sin(Beta)*RM(j); % ALONG Y AXIS 
    if((sqrt(U^2+V^2)==0)) 
        RMx(j)=0; 
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        RMy(j)=0; 
    else 
        RMx(j) = RM(j)*(U/(sqrt(U^2+V^2))); % ALONG X AXIS 
        RMy(j) = RM(j)*(V/(sqrt(U^2+V^2))); % ALONG Y AXIS 
    end 
end 
 
% ROLLING MOMENTS 
%------------------------------------------------------------------ 
% Propeller gyro effect roll 
Tgyro_phi = aeroParam.Jr*Q*(w4+w2-w1-w3); 
% Roll actuator action 
Roll_act = quad.Length*(T(4)-T(2)); 
% Hub moment due to sideward flight 
HubM_due2sf =quad.Height*(sum(Hy)); 
% Rolling moment due to forward flight 
RMx_old = 0; 
for j=1:4 
    RM_due2ff = ((-1)^(j+1))*RMx(j)+RMx_old; 
    RMx_old = RM_due2ff; 
end 
 
% PITCHING MOMENTS 
%------------------------------------------------------------------ 
% Propeller gyri effect pitch 
Tgyro_the = aeroParam.Jr*P*(w1+w3-w2-w4); 
% Pitch actuators action 
Pitch_act = quad.Length*(T(1)-T(3)); 
% Hub moment due to forward flight 
HubM_due2ff = quad.Height*(sum(Hx)); 
% Rolling moment due to sideward flight 
RMy_old = 0; 
for j=1:4 
    RM_due2sf = ((-1)^(j+1))*RMy(j) + RMy_old; 
    RMy_old = RM_due2sf; 
end 
 
% YAWING MOMENTS 
%------------------------------------------------------------------ 
% Propeller gyro effect 
Tgyro_psi = 0; 
% Counter-torque unbalance 
CounterTorque_old = 0; 
for j=1:4 
    CounterTorque = ((-1)^j)*QM(j)+CounterTorque_old; 
    CounterTorque_old = CounterTorque; 
end 
% Hub force unbalance in forward flight 
HubM_ff = quad.Length*(Hx(2) - Hx(4)); 
% Hub force unbalance in sideward flight 
HubM_sf = quad.Length*(Hy(3)-Hy(1)); 
 
% MOMENTS ALONG AXIS: 
%------------------------------------------------------------------ 
M_b = [ Tgyro_phi + Roll_act - HubM_due2sf + RM_due2ff ;... 
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    Tgyro_the + Pitch_act + HubM_due2ff + RM_due2sf;... 
    Tgyro_psi + CounterTorque + HubM_ff + HubM_sf]; 
 
block.OutputPort(1).Data = F_b; 
block.OutputPort(2).Data = M_b; 
block.OutputPort(3).Data = QM; 
 
 
%endfunction 
function Outputs(block) 
%****************************************************************** 
%   CARGAR PARAMETROS 
%****************************************************************** 
quad = block.DialogPrm(1).Data; 
aeroParam = block.DialogPrm(3).Data; 
 
P       = block.InputPort(5).Data(1); 
Q       = block.InputPort(5).Data(2); 
R       = block.InputPort(5).Data(3); 
Phi     = block.InputPort(5).Data(4); 
Theta   = block.InputPort(5).Data(5); 
Psi     = block.InputPort(5).Data(6); 
U       = block.InputPort(5).Data(7); 
V       = block.InputPort(5).Data(8); 
W       = block.InputPort(5).Data(9); 
X       = block.InputPort(5).Data(10); 
Y       = block.InputPort(5).Data(11); 
Z       = block.InputPort(5).Data(12); 
 
States = [P,Q,R,Phi,Theta,Psi,U,V,W,X,Y,Z]; 
 
w1 = block.InputPort(1).Data; 
w2 = block.InputPort(2).Data; 
w3 = block.InputPort(3).Data; 
w4 = block.InputPort(4).Data; 
OmegaRotor  = [w1; w2; w3; w4]; 
Beta,Induced Vel. (Vi),Rotor Advance Ratio (Mu) And Inflow Ratio(Lambda) 
[~,~,Mu,Lambda]=Calculate_Beta_Vi_Mu_Lambda(States,OmegaRotor,... 
    quad,aeroParam); 
Aerodynamic Coefficients 
 [CT,CH,CQ,CR]=Calculate_Aerodynamic_Coefficients(Mu,Lambda,quad,aeroParam); 
Aerodynamic Forces And Moments 
 [T,H,QM,RM]=Calculate_Aerodynamic_Foces_Moments(CT,CH,CQ,CR,OmegaRotor,... 
    quad,aeroParam); 
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Matrix Rotation ZYX 
w_R_b Matrix Rotation ZYX (BF TO WF) b_R_w Matrix Rotation ZYX (WF TO BF) 
[w_R_b,b_R_w] = Calculate_Matrix_Rotation_ZYX(States); 
%****************************************************************** 
%   ACTUACIÓN DE FUERZAS SOBRE EL MODELO 
%****************************************************************** 
% GRAVITY FORCE IN BODY FRAME 
%------------------------------------------------------------------ 
Fg_w = [0; 0; quad.mass*quad.g];   %Fg in world frame (z positio down) 
Fg_b = b_R_w*Fg_w;                 %Fg in body frame 
 
% THRUST FORCE IN BODY FRAME 
%------------------------------------------------------------------ 
%This script transforms the Thrust on each rotor in a total thrust which 
%acts on the quadrotor COG. Note that the Thrust only has "z body" 
%direction and the other components are forced to be zero. 
T_b = sum(T)*[0;0;-1]; 
 
% HUB FORCE ALONG AXIS 
%------------------------------------------------------------------ 
for j = 1:4 
    %     Hx(j) = cos(Beta)*H(j); % ALONG X AXIS 
    %     Hy(j) = sin(Beta)*H(j); % ALONG Y AXIS 
    if (sqrt(U^2+V^2)== 0) 
        Hx(j) = 0; 
        Hy(j) = 0; 
    else 
        Hx(j) = H(j)*(U/(sqrt(U^2+V^2))); % ALONG X AXIS 
        Hy(j) = H(j)*(V/(sqrt(U^2+V^2))); % ALONG Y AXIS 
    end 
end 
% HUB FORCES: 
%------------------------------------------------------------------ 
HubF = [sum(Hx);sum(Hy);0]; 
 
% FRICTION DRAG FORCE 
%------------------------------------------------------------------ 
Fdrag = [.5*aeroParam.Cdf*aeroParam.rho*quad.Surface*U*abs(U);... 
    .5*aeroParam.Cdf*aeroParam.rho*quad.Surface*V*abs(V);... 
    .5*aeroParam.Cdf*aeroParam.rho*quad.Surface*W*abs(W)]; 
 
% FORCES ALONG AXIS 
%------------------------------------------------------------------ 
F_b = [Fg_b(1) + T_b(1) - HubF(1) - Fdrag(1); ... 
    Fg_b(2) + T_b(2) - HubF(2) - Fdrag(2); ... 
    Fg_b(3) + T_b(3) - HubF(3) - Fdrag(3)]; 
%****************************************************************** 
%   ACTUACIÓN DE LOS MOMENTOS SOBRE EL MODELO 
%****************************************************************** 
 
% ROLLING MOMENT RM ALONG AXIS 
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%------------------------------------------------------------------ 
for j=1:4 
    %     RMx(j) = cos(Beta)*RM(j); % ALONG X AXIS 
    %     RMy(j) = sin(Beta)*RM(j); % ALONG Y AXIS 
 
    if((sqrt(U^2+V^2)==0)) 
        RMx(j)=0; 
        RMy(j)=0; 
    else 
        RMx(j) = RM(j)*(U/(sqrt(U^2+V^2))); % ALONG X AXIS 
        RMy(j) = RM(j)*(V/(sqrt(U^2+V^2))); % ALONG Y AXIS 
    end 
end 
 
% ROLLING MOMENTS 
%------------------------------------------------------------------ 
% Propeller gyro effect roll 
Tgyro_phi = aeroParam.Jr*Q*(w4+w2-w1-w3); 
% Roll actuator action 
Roll_act = quad.Length*(T(4)-T(2)); 
% Hub moment due to sideward flight 
HubM_due2sf =quad.Height*(sum(Hy)); 
% Rolling moment due to forward flight 
RMx_old = 0; 
for j=1:4 
    RM_due2ff = ((-1)^(j+1))*RMx(j)+RMx_old; 
    RMx_old = RM_due2ff; 
end 
 
% PITCHING MOMENTS 
%------------------------------------------------------------------ 
% Propeller gyri effect pitch 
Tgyro_the = aeroParam.Jr*P*(w1+w3-w2-w4); 
% Pitch actuators action 
Pitch_act = quad.Length*(T(1)-T(3)); 
% Hub moment due to forward flight 
HubM_due2ff = quad.Height*(sum(Hx)); 
% Rolling moment due to sideward flight 
RMy_old = 0; 
for j=1:4 
    RM_due2sf = ((-1)^(j+1))*RMy(j) + RMy_old; 
    RMy_old = RM_due2sf; 
end 
 
% YAWING MOMENTS 
%------------------------------------------------------------------ 
% Propeller gyro effect 
Tgyro_psi = 0; 
% Counter-torque unbalance 
CounterTorque_old = 0; 
for j=1:4 
    CounterTorque = ((-1)^j)*QM(j)+CounterTorque_old; 
    CounterTorque_old = CounterTorque; 
end 
% Hub force unbalance in forward flight 
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HubM_ff = quad.Length*(Hx(2) - Hx(4)); 
% Hub force unbalance in sideward flight 
HubM_sf = quad.Length*(Hy(3)-Hy(1)); 
 
% MOMENTS ALONG AXIS: 
%------------------------------------------------------------------ 
M_b = [Tgyro_phi + Roll_act - HubM_due2sf + RM_due2ff;... 
    Tgyro_the + Pitch_act + HubM_due2ff + RM_due2sf;... 
    Tgyro_psi + CounterTorque + HubM_ff + HubM_sf]; 
 
block.OutputPort(1).Data = F_b; 
block.OutputPort(2).Data = M_b; 
block.OutputPort(3).Data = QM; 
 
%endfunction 
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Cálculo de coeficientes aerodinámicos 
function [outputArg1,outputArg2,outputArg3,outputArg4] = 
Calculate_Aerodynamic_Coefficients(Mu,Lambda,quad,aeroParam) 
%Calculate_Aerodynamic_Coefficients(Mu,Lambda,quad,aeroParam): 
%########################################################################## 
%   CALCULA LOS SIGUIENTES PARAMETROS: 
%       · THRUST FORCE COEFFICIENT (CT) 
%       · HUB FORCE COEFFICIENT (CH) 
%       · DRAG MOMENT COEFFICIENT (CQ) 
%       · ROLLING MOMENT COEFFICIENT (CR) 
%   INPUTS: 
%       · Mu            [1x4] 
%       · Lambda        [1x4] 
%       · quad          Struct quadrotor Parameters 
%       · aeroParam     Struct aerodynamic Parameters 
%   OUTPUTS: 
%       · CT [1x4] 
%       · CH [1x4] 
%       · CQ [1x4] 
%       · CR [1x4] 
% 
Cd      = aeroParam.Cd; 
Sigma   = aeroParam.Sigma; 
a       = aeroParam.a; 
Theta0  = aeroParam.Theta0; 
ThetaTW = aeroParam.ThetaTW; 
Thrust Force Coefficient CT  (4.26) 
for j = 1:4 %rotor 1 to 4 
    CT(j) = (Sigma*a)*( ((1/6)+(1/4)*Mu(j)^2)*Theta0 ... 
    - (1+Mu(j)^2)*(ThetaTW/8) - (1/4)*Lambda(j) ); 
end 
Hub Force Coefficient CH (4.31) 
for j = 1:4 
    CH(j) = (Sigma*a)*( (1/(4*a))*Mu(j)*Cd ... 
    + (1/4)*Lambda(j)*Mu(j)*(Theta0 - (ThetaTW/2)) ); 
end 
 
Drag Moment Coefficient CQ (4.36) 
for j = 1:4 
    CQ(j) = (Sigma*a)*( (1/(8*a))*(1+Mu(j)^2)*Cd ... 
        + Lambda(j)*((1/6)*Theta0 - (1/8)*ThetaTW - (1/4)*Lambda(j)) ); 
end 
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Rolling Moment Coefficient (4.38) 
for j = 1:4 
    CR(j) = (Sigma*a)*( -Mu(j)*((1/6)*Theta0 - (1/8)*ThetaTW... 
    - (1/8)*Lambda(j)) ); 
end 
outputArg1 = CT; 
outputArg2 = CH; 
outputArg3 = CQ; 
outputArg4 = CR; 
end 
Cálculo de fuerzas y momentos 
function [outputArg1,outputArg2,outputArg3,outputArg4] = 
Calculate_Aerodynamic_Foces_Moments(CT,CH,CQ,CR,OmegaRotor,quad,aeroParam) 
%Calculate_Aerodynamic_Foces_Moments(CT,CH,CQ,CR,OmegaRotor,quad,aeroParam): 
%########################################################################## 
%   CALCULA LOS SIGUIENTES PARAMETROS: 
%       · THRUST FORCE (T) 
%       · HUB FORCE (H) 
%       · DRAG MOMENT (QM) 
%       · ROLLING MOMENT (RM) 
%   INPUTS: 
%       · THRUST FORCE COEFFICIENT (CT)     [1x4] 
%       · HUB FORCE COEFFICIENT (CH)        [1x4] 
%       · DRAG MOMENT COEFFICIENT (CQ)      [1x4] 
%       · ROLLING MOMENT COEFFICIENT (CR)   [1x4] 
%       · quad          Struct quadrotor Parameters 
%       · aeroParam     Struct aerodynamic Parameters 
%   OUTPUTS: 
%       · T [1x4] 
%       · H [1x4] 
%       · QM [1x4] 
%       · RM [1x4] 
% 
rho = aeroParam.rho; 
Surface = quad.Surface; 
Radius = quad.Radius; 
%****************************************************************** 
%   CÁLCULO DE FUERZAS Y MOMENTOS MEDIANTE LOS COEFFICIENTES 
%****************************************************************** 
 
 
Thrust Force T (4.25) 
for j = 1:4 
    T(j) = CT(j)*rho*Surface*(OmegaRotor(j)*Radius)^2; 
    if (T(j) < 0) 
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        T(j) = 0; 
    end 
end 
Hub Force H (4.30) 
for j=1:4 
    H(j) = CH(j)*rho*Surface*(OmegaRotor(j)*Radius)^2; 
end 
Drag Moment QM (4.35) 
for j=1:4 
    QM(j) = CQ(j)*rho*Surface*((OmegaRotor(j)*Radius)^2)*Radius; 
end 
Rolling Moment RM (4.37) 
for j=1:4 
    RM(j) = CR(j)*rho*Surface*((OmegaRotor(j)*Radius)^2)*Radius; 
end 
outputArg1 = T; 
outputArg2 = H; 
outputArg3 = QM; 
outputArg4 = RM; 
end 
 
 
 
 
 
 
 
 
 
 
  
ESTUDIO DEL CONTROL DE ACTITUD DE UN QUADROTOR HUMMINGBIRD DE   
ASCTEC UTILIZANDO ROS (ROBOTIC OPERATING SYSTEM) 
Departament d’Enginyeria de Sistemes, Automàtica i Informàtica Industrial 
 
  
 
Adrián Ruiz Royo  150 
Cálculo de la velocidad inducida, relaciones de avance del rotor y entrada de 
aire 
function [outputArg1,outputArg2,outputArg3,outputArg4] = 
Calculate_Beta_Vi_Mu_Lambda(States,OmegaRotor,quad,aeroParam) 
%Calculate_Beta_Vi_Mu_Lambda(States,OmegaRotor,quad,aeroParam): 
%########################################################################## 
%   CALCULA  LOS SIGUIENTES PARAMETROS: 
%       · Angulo entre las vel lin (Vx o U) y (Vy o V) 
%       · Velocidad inducida Vi 
%       · Coeficiente de avance del Rotor (Mu) 
%       · Inflow rate (Lambda) 
%   INPUTS: 
%       · States = [P,Q,R,Phi,Theta,Psi,U,V,W,X,Y,Z] [1x12] 
%       · OmegaRotor = [w1,w2,w3,w4] [1x4] 
%       · quad          Struct quadrotor Parameters 
%       · aeroParam     Struct aerodynamic Parameters 
%   OUTPUTS: 
%       · Beta      [1x1] 
%       · Vi        [1x4] 
%       · Mu        [1x4] 
%       · Lambda    [1x4] 
% 
Radius          = quad.Radius; 
breakpoint1BEMT = aeroParam.breakpoint1BEMT; 
breakpoint2BEMT = aeroParam.breakpoint2BEMT; 
BEMT_Matrix     = aeroParam.BEMT_Matrix; 
 
% LINEAL VEL 
U = States(7); 
V = States(8); 
W = States(9); 
 
****************************************************************** 
%   IN-PLANE VELOCITY (advanceVel) AND BETA = ANGLE BETWEEN VX AND VY 
%****************************************************************** 
% advanceVelociti = sqrt ( vx^2 + vy^2 ) 
advanceVel = sqrt((U^2) + (V^2)); 
 
% Beta = atan (vy/vx) = atan(V/U) 
if ( (U == 0)) 
    if ( V>= 0)     % Beta = 90º 
%     Beta = atan(inf); 
      Beta = 1.5708; 
    else            % Beta = 270º 
%     Beta = (atan(-inf))+ 2*pi; 
      Beta = -1.5708; 
    end 
else 
    Beta = atan2(U,V); 
end 
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%****************************************************************** 
%   INDUCED VELOCITY Vi [37 y 38] 
%****************************************************************** 
 
for j = 1:4 
 
    input1 = W / (OmegaRotor(j)*Radius); 
    input2 = advanceVel / (OmegaRotor(j)*Radius); 
 
 
%   LookUpTable 
%************************************************************************** 
%Matriz BEMT [25x21] double     DATA SOLUTION 
%breakpoint1BEMT [1x25] double  ROW: -1:0.05:0.2 [u1] 
%breakpoint2BEMT [1x21] double  COLUMNS: 0:0.1:2 [u2] 
 
    if ((OmegaRotor(j)*Radius)== 0) 
        if( W >= 0 ) % +inf 
            input1 = .2; 
        else         % -inf 
            input1 = -1; 
        end 
    else 
         if (input1 > .2) 
             input1 = .2; 
         elseif (input1 < -1) 
             input1 =-1; 
         end 
    end 
 
    if ((OmegaRotor(j)*Radius)== 0) 
        if( advanceVel >= 0 ) %+inf 
            input2 = 2; 
        else                  %-inf 
            input2 = 0; 
        end 
    else 
         if (input2 > 2) 
             input2 = 2; 
         elseif (input2 < 0) 
             input2 =0; 
         end 
    end 
 
 
 
%LOOK UP TABLE 
    vLookUpTable = interp2(breakpoint2BEMT,breakpoint1BEMT,BEMT_Matrix,... 
        input2,input1,'linear'); 
 
    if (isnan(vLookUpTable)) 
        vLookUpTable = 0; 
    end 
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%VEL INDUCED Vi 
    Vi(j) = vLookUpTable * OmegaRotor(j)*Radius; 
 
    if (Vi(j)<0) 
        Vi(j) = 0; 
    end 
end 
%****************************************************************** 
%   ROTOR ADVANCE RATIO (MU) [4.3] 
%****************************************************************** 
%Parametros que intervienen: vel. angular rotor, Radius y advanceVel. 
for j=1:4 
    if (OmegaRotor(j) == 0) 
        Mu(j) = 0; 
    else 
        Mu(j) = advanceVel / (OmegaRotor(j)*Radius); 
%In here it is prevented this value to be greater than the value 
%considered in the computation of the look-up table 
        if (Mu(j)>.2259) 
            Mu(j)=.2259; 
        end 
    end 
end 
%****************************************************************** 
%   INFLOW RATIO(LAMBDA)  [4.4] 
%****************************************************************** 
%Parametros que intervienen: Radius, w rotor, velocidad lineal ejes body 
for j=1:4 
    if (OmegaRotor(j) == 0) 
        Lambda(j) = 0; 
    else 
        Lambda(j) = (Vi(j)-W) / (OmegaRotor(j)*Radius); 
 
%The lookup-table do not provide negative Lambda values but if it 
%extrapolates one because of numerical errors it will prevented at this 
%point any negative lambda which has no physical meaning. 
        if (Lambda(j) > .2259) 
            Lambda(j) = .2259; 
        elseif (Lambda(j) < 0) 
            Lambda(j) = 0; 
        end 
    end 
end 
outputArg1 = Beta; 
outputArg2 = Vi; 
outputArg3 = Mu; 
outputArg4 = Lambda; 
end 
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Modelo del motor 
function MotorModel(block) 
% 
%########################################################################## 
%MSFUNTMPL A Template for a MATLAB S-Function 
%   The MATLAB S-function is written as a MATLAB function with the 
%   same name as the S-function. Replace 'msfuntmpl' with the name 
%   of your S-function. 
% 
%   It should be noted that the MATLAB S-function is very similar 
%   to Level-2 C-Mex S-functions. You should be able to get more 
%   information for each of the block methods by referring to the 
%   documentation for C-Mex S-functions. 
% 
 
 
% 
% The setup method is used to setup the basic attributes of the 
% S-function such as ports, parameters, etc. Do not add any other 
% calls to the main body of the function. 
% 
setup(block); 
 
%endfunction 
 
% Function: setup =================================================== 
% Abstract: 
%   Set up the S-function block's basic characteristics such as: 
%   - Input ports 
%   - Output ports 
%   - Dialog parameters 
%   - Options 
% 
%   Required         : Yes 
%   C-Mex counterpart: mdlInitializeSizes 
% 
function setup(block) 
 
% Register the number of ports. 
%****************************************************************** 
block.NumInputPorts  = 2; 
%****************************************************************** 
block.NumOutputPorts = 2; 
 
% Set up the port properties to be inherited or dynamic. 
%****************************************************************** 
%Configurar entradas Fuerzas y Momentos (ejes cuerpo) 
%****************************************************************** 
% Voltage 
block.InputPort(1).Dimensions = 1; 
block.InputPort(1).DirectFeedthrough = false; 
block.InputPort(1).SamplingMode = 'Sample'; 
% Torque Load 
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block.InputPort(2).Dimensions = 4; 
block.InputPort(2).DirectFeedthrough = false; 
block.InputPort(2).SamplingMode = 'Sample'; 
 
%****************************************************************** 
%Configurar salidas 
%****************************************************************** 
% i and w 
for i=1:2 
    block.OutputPort(i).Dimensions = 1; 
    block.OutputPort(i).SamplingMode = 'Sample'; 
end 
 
% Register the parameters. 
%****************************************************************** 
block.NumDialogPrms     = 3; %Motor param + IC + motor index 
%****************************************************************** 
 
% Set up the continuous states. 
%****************************************************************** 
block.NumContStates = 2; 
%****************************************************************** 
 
% Register the sample times. 
%  [0 offset]            : Continuous sample time 
%  [positive_num offset] : Discrete sample time 
% 
%  [-1, 0]               : Inherited sample time 
%  [-2, 0]               : Variable sample time 
block.SampleTimes = [0 0]; 
 
% ----------------------------------------------------------------- 
% Options 
% ----------------------------------------------------------------- 
% Specify if Accelerator should use TLC or call back to the 
% MATLAB file 
block.SetAccelRunOnTLC(false); 
 
% Specify the block simStateCompliance. The allowed values are: 
%    'UnknownSimState', < The default setting; warn and assume DefaultSimState 
%    'DefaultSimState', < Same SimState as a built-in block 
%    'HasNoSimState',   < No SimState 
%    'CustomSimState',  < Has GetSimState and SetSimState methods 
%    'DisallowSimState' < Errors out when saving or restoring the SimState 
block.SimStateCompliance = 'DefaultSimState'; 
 
% ----------------------------------------------------------------- 
% The MATLAB S-function uses an internal registry for all 
% block methods. You should register all relevant methods 
% (optional and required) as illustrated below. You may choose 
% any suitable name for the methods and implement these methods 
% as local functions within the same file. 
% ----------------------------------------------------------------- 
 
% ----------------------------------------------------------------- 
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% Register the methods called during update diagram/compilation. 
% ----------------------------------------------------------------- 
 
% 
% CheckParameters: 
%   Functionality    : Called in order to allow validation of the 
%                      block dialog parameters. You are 
%                      responsible for calling this method 
%                      explicitly at the start of the setup method. 
%   C-Mex counterpart: mdlCheckParameters 
% 
block.RegBlockMethod('CheckParameters', @CheckPrms); 
 
% ----------------------------------------------------------------- 
% Register methods called at run-time 
% ----------------------------------------------------------------- 
 
% 
% InitializeConditions: 
%   Functionality    : Call to initialize the state and the work 
%                      area values. 
%   C-Mex counterpart: mdlInitializeConditions 
% 
block.RegBlockMethod('InitializeConditions', @InitializeConditions); 
 
% 
% Outputs: 
%   Functionality    : Call to generate the block outputs during a 
%                      simulation step. 
%   C-Mex counterpart: mdlOutputs 
% 
block.RegBlockMethod('Outputs', @Outputs); 
 
% 
% Derivatives: 
%   Functionality    : Call to update the derivatives of the 
%                      continuous states during a simulation step. 
%   C-Mex counterpart: mdlDerivatives 
% 
block.RegBlockMethod('Derivatives', @Derivatives); 
 
% ------------------------------------------------------------------- 
% The local functions below are provided to illustrate how you may implement 
% the various block methods listed above. 
% ------------------------------------------------------------------- 
 
function CheckPrms(block) 
motorParam  =   block.DialogPrm(1).Data; 
IC          =   block.DialogPrm(2).Data; 
motorIndex  =   block.DialogPrm(3).Data; 
 
%endfunction 
 
function InitializeConditions(block) 
% ICIALIZACIÓN DEL BLOQUE MOTOR 
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% 
%****************************************************************** 
%   CARGAR PARAMETROS 
%****************************************************************** 
IC = block.DialogPrm(2).Data; 
motorIndex = block.DialogPrm(3).Data; 
 
% CARGAR CONDICIONES INICIALES EN FUNCIÓN DEL INDICE DEL MOTOR 
switch motorIndex 
    case 1 
        iCurrent = IC.i1; 
        iOmega = IC.w1; 
    case 2 
        iCurrent = IC.i2; 
        iOmega = IC.w2; 
    case 3 
        iCurrent = IC.i3; 
        iOmega = IC.w3; 
    case 4 
        iCurrent = IC.i4; 
        iOmega = IC.w4; 
    otherwise 
        iCurrent = IC.i1; 
        iOmega = IC.w1; 
end 
 
iConditions = [iCurrent,iOmega]; 
 
for i=1:2 
    block.OutputPort(i).Data = iConditions(i); 
    block.ContStates.Data(i) = iConditions(i); 
end 
 
%endfunction 
 
function Outputs(block) 
for i=1:2 
    block.OutputPort(i).Data = block.ContStates.Data(i); 
end 
 
%endfunction 
 
function Derivatives(block) 
%****************************************************************** 
% MOTOR MODEL 
%****************************************************************** 
 
motorParam = block.DialogPrm(1).Data; 
motorIndex = block.DialogPrm(3).Data; 
 
%****************************************************************** 
% ESTADOS 
%****************************************************************** 
% Current and Angular velocity 
%****************************************************************** 
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Current = block.ContStates.Data(1); 
Omega   = block.ContStates.Data(2); 
%****************************************************************** 
% ENTRADAS 
%****************************************************************** 
Voltage  = block.InputPort(1).Data; 
TLoad    = block.InputPort(2).Data(motorIndex); %Q(motorIndex) Aerodynamic block 
 
dCurrent = -(motorParam.R/motorParam.L)*Current - (motorParam.ke/motorParam.L)*Omega ... 
    +(Voltage/motorParam.L); 
 
dOmega   = (motorParam.kt/motorParam.It)*Current - (motorParam.kf/motorParam.It)*Omega 
... 
    - abs(TLoad/motorParam.It); 
% 
%Vector variación de estados 
f = [dCurrent dOmega].'; 
block.Derivatives.Data = f; 
 
%endfunction 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
ESTUDIO DEL CONTROL DE ACTITUD DE UN QUADROTOR HUMMINGBIRD DE   
ASCTEC UTILIZANDO ROS (ROBOTIC OPERATING SYSTEM) 
Departament d’Enginyeria de Sistemes, Automàtica i Informàtica Industrial 
 
  
 
Adrián Ruiz Royo  158 
Dinámica del quadrotor 
function QuadrotorDynamicsModel(block) 
% 
%########################################################################## 
%MSFUNTMPL A Template for a MATLAB S-Function 
%   The MATLAB S-function is written as a MATLAB function with the 
%   same name as the S-function. Replace 'msfuntmpl' with the name 
%   of your S-function. 
% 
%   It should be noted that the MATLAB S-function is very similar 
%   to Level-2 C-Mex S-functions. You should be able to get more 
%   information for each of the block methods by referring to the 
%   documentation for C-Mex S-functions. 
% 
 
 
% 
% The setup method is used to setup the basic attributes of the 
% S-function such as ports, parameters, etc. Do not add any other 
% calls to the main body of the function. 
% 
setup(block); 
 
%endfunction 
 
% Function: setup =================================================== 
% Abstract: 
%   Set up the S-function block's basic characteristics such as: 
%   - Input ports 
%   - Output ports 
%   - Dialog parameters 
%   - Options 
% 
%   Required         : Yes 
%   C-Mex counterpart: mdlInitializeSizes 
% 
function setup(block) 
 
% Register the number of ports. 
%****************************************************************** 
block.NumInputPorts  = 3; 
%****************************************************************** 
block.NumOutputPorts = 12; 
 
 
 
 
 
% Set up the port properties to be inherited or dynamic. 
%****************************************************************** 
%Configurar entradas Fuerzas y Momentos (ejes cuerpo) 
%****************************************************************** 
%F_b = [Fx,Fy,Fz] y M_b = [Mx,My,Mz] 
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for i=1:2 
    block.InputPort(i).Dimensions = 3; 
    block.InputPort(i).DirectFeedthrough = false; 
    block.InputPort(i).SamplingMode = 'Sample'; 
end 
% This is the disturbance input: forces x,y,z and torques x,y,z; 
block.InputPort(3).Dimensions        = 6; 
block.InputPort(3).DirectFeedthrough = false; 
block.InputPort(3).SamplingMode      = 'Sample'; 
 
%****************************************************************** 
%Configurar salidas 
%****************************************************************** 
% STATES = [P,Q,R,Phi,The,Psi,U,V,W,X,Y,Z] 
for i=1:12 
    block.OutputPort(i).Dimensions = 1; 
    block.OutputPort(i).SamplingMode = 'Sample'; 
end 
 
% Register the parameters. 
%****************************************************************** 
block.NumDialogPrms     = 2; %Parametros Hummingbird + IC 
%****************************************************************** 
 
% Set up the continuous states. 
%****************************************************************** 
block.NumContStates = 12; 
%****************************************************************** 
 
% Register the sample times. 
%  [0 offset]            : Continuous sample time 
%  [positive_num offset] : Discrete sample time 
% 
%  [-1, 0]               : Inherited sample time 
%  [-2, 0]               : Variable sample time 
block.SampleTimes = [0 0]; 
 
% ----------------------------------------------------------------- 
% Options 
% ----------------------------------------------------------------- 
% Specify if Accelerator should use TLC or call back to the 
% MATLAB file 
block.SetAccelRunOnTLC(false); 
 
% Specify the block simStateCompliance. The allowed values are: 
%    'UnknownSimState', < The default setting; warn and assume DefaultSimState 
%    'DefaultSimState', < Same SimState as a built-in block 
%    'HasNoSimState',   < No SimState 
%    'CustomSimState',  < Has GetSimState and SetSimState methods 
%    'DisallowSimState' < Errors out when saving or restoring the SimState 
block.SimStateCompliance = 'DefaultSimState'; 
 
% ----------------------------------------------------------------- 
% The MATLAB S-function uses an internal registry for all 
% block methods. You should register all relevant methods 
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% (optional and required) as illustrated below. You may choose 
% any suitable name for the methods and implement these methods 
% as local functions within the same file. 
% ----------------------------------------------------------------- 
 
% ----------------------------------------------------------------- 
% Register the methods called during update diagram/compilation. 
% ----------------------------------------------------------------- 
 
% 
% CheckParameters: 
%   Functionality    : Called in order to allow validation of the 
%                      block dialog parameters. You are 
%                      responsible for calling this method 
%                      explicitly at the start of the setup method. 
%   C-Mex counterpart: mdlCheckParameters 
% 
block.RegBlockMethod('CheckParameters', @CheckPrms); 
 
% ----------------------------------------------------------------- 
% Register methods called at run-time 
% ----------------------------------------------------------------- 
 
% 
% InitializeConditions: 
%   Functionality    : Call to initialize the state and the work 
%                      area values. 
%   C-Mex counterpart: mdlInitializeConditions 
% 
block.RegBlockMethod('InitializeConditions', @InitializeConditions); 
 
% 
% Outputs: 
%   Functionality    : Call to generate the block outputs during a 
%                      simulation step. 
%   C-Mex counterpart: mdlOutputs 
% 
block.RegBlockMethod('Outputs', @Outputs); 
 
% 
% Derivatives: 
%   Functionality    : Call to update the derivatives of the 
%                      continuous states during a simulation step. 
%   C-Mex counterpart: mdlDerivatives 
% 
block.RegBlockMethod('Derivatives', @Derivatives); 
 
% ------------------------------------------------------------------- 
% The local functions below are provided to illustrate how you may implement 
% the various block methods listed above. 
% ------------------------------------------------------------------- 
 
function CheckPrms(block) 
quad  =   block.DialogPrm(1).Data; 
IC    =   block.DialogPrm(2).Data; 
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%endfunction 
 
function InitializeConditions(block) 
% ICIALIZACIÓN DEL BLOQUE quadrotorModel 
% 
%****************************************************************** 
%   CARGAR PARAMETROS 
%****************************************************************** 
IC = block.DialogPrm(2).Data; 
 
%****************************************************************** 
%   INICIALIZAR LOS 12 ESTADOS DEL MODELO 
%****************************************************************** 
%   P, Q & R [deg/s] convert to [rad/s] 
%****************************************************************** 
P = IC.P*pi/180; 
Q = IC.Q*pi/180; 
R = IC.R*pi/180; 
%   Phi, Theta & Psi [deg] convert to [rad] 
%****************************************************************** 
Phi     =   IC.Phi*pi/180; 
Theta   =   IC.Theta*pi/180; 
Psi     =   IC.Psi*pi/180; 
%   U, V & W [m/s] 
%****************************************************************** 
U = IC.U;   V = IC.V;   W = IC.W; 
%   X, Y & Z [m] 
%****************************************************************** 
X = IC.X;   Y = IC.Y;   Z = IC.Z; 
 
iConditions = [P,Q,R,Phi,Theta,Psi,U,V,W,X,Y,Z]; 
 
for i=1:12 
    block.OutputPort(i).Data = iConditions(i); 
    block.ContStates.Data(i) = iConditions(i); 
end 
 
%endfunction 
 
function Outputs(block) 
for i=1:12 
    block.OutputPort(i).Data = block.ContStates.Data(i); 
end 
 
%endfunction 
 
function Derivatives(block) 
%****************************************************************** 
%ASCTEC HUMMINGBIRD MODEL 
%****************************************************************** 
 
quad = block.DialogPrm(1).Data; 
 
%****************************************************************** 
% ESTADOS 
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%****************************************************************** 
% P Q R in [rad/s] 
%****************************************************************** 
P = block.ContStates.Data(1); 
Q = block.ContStates.Data(2); 
R = block.ContStates.Data(3); 
% Phi Theta Psi [rad] 
%****************************************************************** 
Phi     = block.ContStates.Data(4); 
Theta   = block.ContStates.Data(5); 
Psi     = block.ContStates.Data(6); 
% U V W [m/s] 
%****************************************************************** 
U = block.ContStates.Data(7); 
V = block.ContStates.Data(8); 
W = block.ContStates.Data(9); 
% X Y Z [m] 
%****************************************************************** 
X = block.ContStates.Data(10); 
Y = block.ContStates.Data(11); 
Z = block.ContStates.Data(12); 
 
States = [P,Q,R,Phi,Theta,Psi,U,V,W,X,Y,Z]; 
 
%****************************************************************** 
% ENTRADAS 
%****************************************************************** 
F_b = block.InputPort(1).Data(1:3);     %[Fx_b, Fy_b, Fz_b] 
M_b = block.InputPort(2).Data(1:3);     %[Mx_b, My_b, Mz_b] 
Dist_Fb = block.InputPort(3).Data(1:3); % disturbance [Fx_b, Fy_b, Fz_b] 
Dist_Mb = block.InputPort(3).Data(4:6); % disturbance [Mx_b, My_b, Mz_b] 
 
% VEL ANGULAR (SIST.BODY) 
OMEGA_b = [P;Q;R]; 
% VEL LINEAL (SIST.BODY) 
V_b = [U;V;W]; 
 
% MATRIZ DE ROTACION Z-Y-X (PASAR DE BODY FRAME A WORLD FRAME) 
% [ec. 4-10 pág. PDF 51 P.SANCHEZ] 
sPhi = sin(Phi); sThe = sin(Theta); sPsi = sin(Psi); 
cPhi = cos(Phi); cThe = cos(Theta); cPsi = cos(Psi); 
 
tThe = tan(Theta); 
 
w_R_b = [cPsi*cThe, cPsi*sThe*sPhi-sPsi*cPhi, cPsi*sThe*cPhi+sPsi*sPhi; 
    sPsi*cThe, sPsi*sThe*sPhi+cPsi*cPhi, sPsi*sThe*cPhi-sPhi*cPsi; 
    -sThe, cThe*sPhi, cThe*cPhi]; 
 
% MATRIZ DE ROTACION (EF TO WF) 
b_R_w = w_R_b'; 
 
%****************************************************************** 
% OBTENER VARIACIÓN DE VEL ANGULAR dP, dQ y dR 
%****************************************************************** 
%dw_b = 1/J * [M_b - (w_b X J*w_b)]  [ec. 4 pág. 23 PDF A. CABEZA ] 
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dOMEGA_b = quad.Jbinv * ((M_b + Dist_Mb) - cross(OMEGA_b, quad.Jb*OMEGA_b)); 
%****************************************************************** 
% OBTENER VARIACIÓN DE ANGULO dPhi, dTheta y dPsi 
%****************************************************************** 
%Relacion entre vel angulares:  [ec. 4-15 pág.47 PDF P.SANCHEZ] 
H_Phi = [1, sPhi*tThe, cPhi*tThe; 
    0, cPhi           , -sPhi; 
    0, sPhi/cThe      , cPhi/cThe]; 
 
Phidot = H_Phi * OMEGA_b; 
 
%****************************************************************** 
% OBTENER VARIACIÓN VELOCIDAD LINEAL dV_b (SIST. BODY) 
%****************************************************************** 
% dV_b = 1/m * F_b - (w_b X V_b) [ ec.3 pág.23 PDF A. CABEZA ] 
dV_b = (1/quad.mass) * (F_b + Dist_Fb) - cross(OMEGA_b, V_b); 
 
%****************************************************************** 
% OBTENER VARIACIÓN DE POSICION EF A PARTIR DE LA VEL. LINEAL EN BF 
%****************************************************************** 
dPos_w = w_R_b * V_b; 
 
%****************************************************************** 
% VARIACIÓN DE LOS ESTADOS [P,Q,R,Phi,Theta,Psi,U,V,W,X,Y,Z] 
%****************************************************************** 
dP      = dOMEGA_b(1); 
dQ      = dOMEGA_b(2); 
dR      = dOMEGA_b(3); 
dPhi    = Phidot(1); 
dTheta  = Phidot(2); 
dPsi    = Phidot(3); 
dU      = dV_b(1); 
dV      = dV_b(2); 
dW      = dV_b(3); 
dX      = dPos_w(1); 
dY      = dPos_w(2); 
dZ      = dPos_w(3); 
%Saturación impuesta por el suelo 
if ((Z>=0) && (dZ>=0) ) 
    dZ = 0; 
    block.ContStates.Data(12) = 0; 
end 
% 
%Vector variación de estados 
f = [dP dQ dR dPhi dTheta dPsi dU dV dW dX dY dZ].'; 
block.Derivatives.Data = f; 
 
%endfunction 
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Visualización de los resultados de simulación 
function [] = generateHummingbirdPlots(tout,yout,index) 
%UNTITLED2 Summary of this function goes here 
%   Detailed explanation goes here 
% 
close all; clc; 
% READ DATA STATES VECTOR [12] 
P = yout(:,1);      % rad/s for now, converted before plotting 
Q = yout(:,2); 
R = yout(:,3); 
Phi   = yout(:,4);  % In radians for now, converted before plotting 
Theta = yout(:,5); 
Psi   = yout(:,6); 
U = yout(:,7); 
V = yout(:,8); 
W = yout(:,9); 
X = yout(:,10); 
Y = yout(:,11); 
Z = yout(:,12); 
% READ DATA AERODYNAMIC BEHAVIOUR [16] 
Fbx = yout(:,13); 
Fby = yout(:,14); 
Fbz = yout(:,15); 
Mbx = yout(:,16); 
Mby = yout(:,17); 
Mbz = yout(:,18); 
dist_Fbx = yout(:,19); 
dist_Fby = yout(:,20); 
dist_Fbz = yout(:,21); 
dist_Mbx = yout(:,22); 
dist_Mby = yout(:,23); 
dist_Mbz = yout(:,24); 
QM_Front =yout(:,25); 
QM_Right =yout(:,26); 
QM_Rear =yout(:,27); 
QM_Left =yout(:,28); 
% READ DATA ROTORS BEHAVIOUR [12] 
v1 = yout(:,29); 
i1 = yout(:,30); 
w1 = yout(:,31); 
v2 = yout(:,32); 
i2 = yout(:,33); 
w2 = yout(:,34); 
v3 = yout(:,35); 
i3 = yout(:,36); 
w3 = yout(:,37); 
v4 = yout(:,38); 
i4 = yout(:,39); 
w4 = yout(:,40); 
% READ DATA ANGULAR VEL CMDw [4] 
w1Cmd = yout(:,41); 
w2Cmd = yout(:,42); 
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w3Cmd = yout(:,43); 
w4Cmd = yout(:,44); 
% READ DATA ATTITUDE CORRECTIONcorrection [4] 
PhiCorr = yout(:,45); 
ThetaCorr = yout(:,46); 
PsiCorr = yout(:,47); 
ZCorr = yout(:,48); 
% READ DATA ATTITUDE CMD [4] 
PhiCmd = yout(:,49); 
ThetaCmd = yout(:,50); 
PsiCmd = yout(:,51); 
ZCmd = yout(:,52); 
 
switch index 
    case 1 
States Plots  
        figure 
        % ANGULAR VEL P 
        subplot(4,3,1) 
        plot(tout,P,'b') 
        xlabel('Time (s)') 
        ylabel('Angular Velocity (deg/sec)') 
        xlim([min(tout) max(tout)]) 
        title('P') 
        grid on 
        % ANGULAR VEL Q 
        subplot(4,3,2) 
        plot(tout,Q,'r') 
        xlabel('Time (s)') 
        ylabel('Angular Velocity (deg/sec)') 
        xlim([min(tout) max(tout)]) 
        title('Q') 
        grid on 
        % ANGULAR VEL R 
        subplot(4,3,3) 
        plot(tout,R,'g') 
        xlabel('Time (s)') 
        ylabel('Angular Velocity (deg/sec)') 
        xlim([min(tout) max(tout)]) 
        title('R') 
        grid on 
        % PHI ANGLE (ROLL) 
        subplot(4,3,4) 
        plot(tout,Phi*180/pi,'b') 
        hold on 
        plot(tout,PhiCmd*360/(2*pi),'k--') 
        hold off 
        xlabel('Time (s)') 
        ylabel('Angle (deg)') 
        xlim([min(tout) max(tout)]) 
        title('Phi (\Phi)') 
        grid on 
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        % THETA ANGLE (PITCH) 
        subplot(4,3,5) 
        plot(tout,Theta*180/pi,'r') 
        hold on 
        plot(tout,ThetaCmd*360/(2*pi),'k--') 
        hold off 
        xlabel('Time (s)') 
        ylabel('Angle(deg)') 
        xlim([min(tout) max(tout)]) 
        title('Theta (\Theta)') 
        grid on 
        % PSI ANGLE (YAW) 
        subplot(4,3,6) 
        plot(tout,Psi*180/pi,'g') 
        hold on 
        plot(tout,PsiCmd*360/(2*pi),'k--') 
        hold off 
        xlabel('Time (s)') 
        ylabel('Angle (deg)') 
        xlim([min(tout) max(tout)]) 
        title('Psi (\Psi)') 
        grid on 
        % U LINEAL VEL 
        subplot(4,3,7) 
        plot(tout,U,'b') 
        xlabel('Time (s)') 
        ylabel('Velocity (m/s)') 
        xlim([min(tout) max(tout)]) 
        title('U') 
        grid on 
        % V LINEAL VEL 
        subplot(4,3,8) 
        plot(tout,V,'r') 
        xlabel('Time (s)') 
        ylabel('Velocity (m/s)') 
        xlim([min(tout) max(tout)]) 
        title('V') 
        grid on 
        % W LINEAL VEL 
        subplot(4,3,9) 
        plot(tout,-1*W,'g') %Z positive DOWN 
        xlabel('Time (s)') 
        ylabel('Velocity (m/s)') 
        xlim([min(tout) max(tout)]) 
        title('W') 
        grid on 
        % X POSITION 
        subplot(4,3,10) 
        plot(tout,X,'b') 
        xlabel('Time (s)') 
        ylabel('Position (m)') 
        xlim([min(tout) max(tout)]) 
        title('X') 
        grid on 
        % Y POSITION 
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        subplot(4,3,11) 
        plot(tout,Y,'r') 
        xlabel('Time (s)') 
        ylabel('Position (m)') 
        xlim([min(tout) max(tout)]) 
        title('Y') 
        grid on 
        % Z POSITION 
        subplot(4,3,12) 
        plot(tout,-1*Z,'g') 
        hold on 
        plot(tout,ZCmd*-1,'k--') 
        hold off 
        xlabel('Time (s)') 
        ylabel('Position (m)') 
        xlim([min(tout) max(tout)]) 
        title('Z') 
        grid on 
Rotor Plots Speed and Cmd 
    case 2 
        figure 
        %ROTOR 1 - FRONT 
        subplot(4,1,1) 
        [AX,H1,H2] = plotyy(tout,w1Cmd,tout,w1); 
        xlabel('Time (s)') 
        ylabel(AX(1),'Motor Command (0 to 1)') 
        ylabel(AX(2),'Motor Speed (rad/s)') 
        xlim(AX(1),[min(tout) max(tout)]) 
        xlim(AX(2),[min(tout) max(tout)]) 
        title('ROTOR 1 - FRONT') 
        grid on 
        %ROTOR 2 - RIGHT 
        subplot(4,1,2) 
        [AX,H1,H2] = plotyy(tout,w2Cmd,tout,w2); 
        xlabel('Time (s)') 
        ylabel(AX(1),'Motor Command (0 to 1)') 
        ylabel(AX(2),'Motor Speed (rad/s)') 
        xlim(AX(1),[min(tout) max(tout)]) 
        xlim(AX(2),[min(tout) max(tout)]) 
        title('ROTOR 2 - RIGHT') 
        grid on 
        %ROTOR 3 - REAR 
        subplot(4,1,3) 
        [AX,H1,H2] = plotyy(tout,w3Cmd,tout,w3); 
        xlabel('Time (s)') 
        ylabel(AX(1),'Motor Command (0 to 1)') 
        ylabel(AX(2),'Motor Speed (rad/s)') 
        xlim(AX(1),[min(tout) max(tout)]) 
        xlim(AX(2),[min(tout) max(tout)]) 
        title('ROTOR 3 - REAR') 
        grid on 
        %ROTOR 4 - LEFT 
  
ESTUDIO DEL CONTROL DE ACTITUD DE UN QUADROTOR HUMMINGBIRD DE   
ASCTEC UTILIZANDO ROS (ROBOTIC OPERATING SYSTEM) 
Departament d’Enginyeria de Sistemes, Automàtica i Informàtica Industrial 
 
  
 
Adrián Ruiz Royo  168 
        subplot(4,1,4) 
        [AX,H1,H2] = plotyy(tout,w4Cmd,tout,w4); 
        xlabel('Time (s)') 
        ylabel(AX(1),'Motor Command (0 to 1)') 
        ylabel(AX(2),'Motor Speed (rad/s)') 
        xlim(AX(1),[min(tout) max(tout)]) 
        xlim(AX(2),[min(tout) max(tout)]) 
        title('ROTOR 4 - LEFT') 
        grid on 
Rotor Plots Current  
        figure 
        % ROTOR 1 - FRONT 
        subplot(4,1,1) 
        plot(tout,i1,'r'); 
        xlabel('Time (s)') 
        ylabel('i (A)') 
        xlim([min(tout) max(tout)]) 
        title('CURRENT ROTOR 1 - FRONT') 
        grid on 
        % ROTOR 2 - RIGHT 
        subplot(4,1,2) 
        plot(tout,i2,'r'); 
        xlabel('Time (s)') 
        ylabel('i (A)') 
        xlim([min(tout) max(tout)]) 
        title('CURRENT ROTOR 2 - RIGHT') 
        grid on 
        % ROTOR 3 - REAR 
        subplot(4,1,3) 
        plot(tout,i3,'r'); 
        xlabel('Time (s)') 
        ylabel('i (A)') 
        xlim([min(tout) max(tout)]) 
        title('CURRENT ROTOR 3 - REAR') 
        grid on 
        % ROTOR 4 - FRONT 
        subplot(4,1,4) 
        plot(tout,i4,'r'); 
        xlabel('Time (s)') 
        ylabel('i (A)') 
        xlim([min(tout) max(tout)]) 
        title('CURRENT ROTOR 4 - LEFT') 
        grid on 
Rotor Plots Voltage  
        figure 
        % ROTOR 1 - FRONT 
        subplot(4,1,1) 
        plot(tout,v1,'b'); 
        xlabel('Time (s)') 
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        ylabel('V (Volts)') 
        xlim([min(tout) max(tout)]) 
        title('VOLTAGE ROTOR 1 - FRONT') 
        grid on 
        % ROTOR 2 - RIGHT 
        subplot(4,1,2) 
        plot(tout,v2,'b'); 
        xlabel('Time (s)') 
        ylabel('V (Volts)') 
        xlim([min(tout) max(tout)]) 
        title('VOLTAGE ROTOR 2 - RIGHT') 
        grid on 
        % ROTOR 3 - REAR 
        subplot(4,1,3) 
        plot(tout,v3,'b'); 
        xlabel('Time (s)') 
        ylabel('V (Volts)') 
        xlim([min(tout) max(tout)]) 
        title('VOLTAGE ROTOR 3 - REAR') 
        grid on 
        % ROTOR 4 - FRONT 
        subplot(4,1,4) 
        plot(tout,v4,'b'); 
        xlabel('Time (s)') 
        ylabel('V (Volts)') 
        xlim([min(tout) max(tout)]) 
        title('VOLTAGE ROTOR 4 - LEFT') 
        grid on 
Rotor Plots TLoad  
        figure 
        % ROTOR 1 - FRONT 
        subplot(4,1,1) 
        plot(tout,QM_Front,'g'); 
        xlabel('Time (s)') 
        ylabel('Moment (N·m)') 
        xlim([min(tout) max(tout)]) 
        title('TLOAD ROTOR 1 - FRONT') 
        grid on; 
        % ROTOR 2 - RIGHT 
        subplot(4,1,2) 
        plot(tout,QM_Right,'g'); 
        xlabel('Time (s)') 
        ylabel('Moment (N·m)') 
        xlim([min(tout) max(tout)]) 
        title('TLOAD ROTOR 2 - RIGHT') 
        grid on; 
        % ROTOR 3 - REAR 
        subplot(4,1,3) 
        plot(tout,QM_Rear,'g'); 
        xlabel('Time (s)') 
        ylabel('Moment (N·m)') 
        xlim([min(tout) max(tout)]) 
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        title('TLOAD ROTOR 3 - REAR') 
        grid on; 
        % ROTOR 4 - LEFT 
        subplot(4,1,4) 
        plot(tout,QM_Left,'g'); 
        xlabel('Time (s)') 
        ylabel('Moment (N·m)') 
        xlim([min(tout) max(tout)]) 
        title('TLOAD ROTOR 4 - LEFT') 
        grid on; 
Attitude Correction  
    case 3 
        figure 
        % PHI CORRECTION 
        subplot(4,1,1) 
        plot(tout,PhiCorr*180/pi,'b'); 
        xlabel('Time (s)') 
        ylabel('Angle (deg)') 
        xlim([min(tout) max(tout)]) 
        title('(\Phi correction)') 
        grid on 
        % THETA CORRECTION 
        subplot(4,1,2) 
        plot(tout,ThetaCorr*180/pi,'r'); 
        xlabel('Time (s)') 
        ylabel('Angle (deg)') 
        xlim([min(tout) max(tout)]) 
        title('(\Theta correction)') 
        grid on 
        % PSI CORRECTION 
        subplot(4,1,3) 
        plot(tout,PsiCorr*180/pi,'g'); 
        xlabel('Time (s)') 
        ylabel('Angle (deg)') 
        xlim([min(tout) max(tout)]) 
        title('(\Psi correction)') 
        grid on 
        % Z CORRECTION 
        subplot(4,1,4) 
        plot(tout,ZCorr,'m'); 
        xlabel('Time (s)') 
        ylabel('Position (m)') 
        xlim([min(tout) max(tout)]) 
        title('Z correction') 
        grid on 
 
Aerodynamic Forces and Moments  
    
case 4 
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        figure 
        % FBx 
        subplot(4,3,1) 
        plot(tout,Fbx,'b') 
        xlabel('Time (s)') 
        ylabel('Force (N)') 
        xlim([min(tout) max(tout)]) 
        title('F_b_x') 
        grid on 
        % FBy 
        subplot(4,3,2) 
        plot(tout,Fby,'r') 
        xlabel('Time (s)') 
        ylabel('Force (N)') 
        xlim([min(tout) max(tout)]) 
        title('F_b_y') 
        grid on 
        % FBz 
        subplot(4,3,3) 
        plot(tout,Fbz,'g') 
        xlabel('Time (s)') 
        ylabel('Force (N)') 
        xlim([min(tout) max(tout)]) 
        title('F_b_z') 
        grid on 
        % MBx 
        subplot(4,3,4) 
        plot(tout,Mbx,'b') 
        xlabel('Time (s)') 
        ylabel('Moment (N·m)') 
        xlim([min(tout) max(tout)]) 
        title('M_b_x') 
        grid on 
        % MBy 
        subplot(4,3,5) 
        plot(tout,Mby,'r') 
        xlabel('Time (s)') 
        ylabel('Moment (N·m)') 
        xlim([min(tout) max(tout)]) 
        title('M_b_y') 
        grid on 
        % MBz 
        subplot(4,3,6) 
        plot(tout,Mbz,'g') 
        xlabel('Time (s)') 
        ylabel('Moment (N·m)') 
        xlim([min(tout) max(tout)]) 
        title('M_b_z') 
        grid on 
        % DISTURBANCE FBx 
        subplot(4,3,7) 
        plot(tout,dist_Fbx,'b') 
        xlabel('Time (s)') 
        ylabel('Force (N)') 
        xlim([min(tout) max(tout)]) 
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        title('DISTURBANCE F_b_x') 
        grid on 
        % DISTURBANCE FBy 
        subplot(4,3,8) 
        plot(tout,dist_Fby,'r') 
        xlabel('Time (s)') 
        ylabel('Force (N)') 
        xlim([min(tout) max(tout)]) 
        title('DISTURBANCE F_b_y') 
        grid on 
        % DISTURBANCE FBz 
        subplot(4,3,9) 
        plot(tout,dist_Fbz,'g') 
        xlabel('Time (s)') 
        ylabel('Force (N)') 
        xlim([min(tout) max(tout)]) 
        title('DISTURBANCE F_b_z') 
        grid on 
        % DISTURBANCE MBx 
        subplot(4,3,10) 
        plot(tout,dist_Mbx,'b') 
        xlabel('Time (s)') 
        ylabel('Moment (N·m)') 
        xlim([min(tout) max(tout)]) 
        title('DISTURBANCE M_b_x') 
        grid on 
        % DISTURBANCE MBy 
        subplot(4,3,11) 
        plot(tout,dist_Mby,'r') 
        xlabel('Time (s)') 
        ylabel('Moment (N·m)') 
        xlim([min(tout) max(tout)]) 
        title('DISTURBANCE M_b_y') 
        grid on 
        % DISTURBANCE MBz 
        subplot(4,3,12) 
        plot(tout,dist_Mbz,'g') 
        xlabel('Time (s)') 
        ylabel('Moment (N·m)') 
        xlim([min(tout) max(tout)]) 
        title('DISTURBANCE M_b_z') 
        grid on 
end % end SWITCH LIN 67 
end 
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ANEXO C: Programas de Matlab utilizados. 
Programa 1 – Linealización del modelo no lineal 
 
clear; 
clc; 
Mixing Control 
%****************************************************************** 
% ROTOR INDEX HUMMINGBIRD (NO ROS) 
%   Rotor[1] : front 
%   Rotor[2] : right 
%   Rotor[3] : rear 
%   Rotor[4] : left 
disp('ROTOR INDEX HUMMINGBIRD (NO ROS):'); 
disp('Rotor[1] : front'); 
disp('Rotor[2] : right'); 
disp('Rotor[3] : rear'); 
disp('Rotor[4] : left'); 
disp(' '); 
disp('MIXING CONTROL:'); 
syms deltaPhi deltaThe deltaPsi deltaZ 
% MIXING CONTROL MATRIX 
%   deltaOmegaFront = deltaThe - deltaPsi + deltaZ 
%   deltaOmegaRight = -deltaPhi + deltaPsi + deltaZ 
%   deltaOmegaRear = -deltaThe - deltaPsi + deltaZ 
%   deltaOmegaLeft = deltaPhi + deltaPsi + deltaZ 
%   MixingM = [ deltaPHI, deltaTheta , deltaPsi, deltaZ] 
MixingM = [ 0 1 -1 -1;-1 0 1 -1;0 -1 -1 -1;1 0 1 -1]; 
 
deltaOmega = MixingM * [deltaPhi;deltaThe;deltaPsi;deltaZ] 
Motor 
%****************************************************************** 
% Debido que la dinamica del motor es mayor que la dinamica del quadrotor 
% se aproxima por una ganancia estatica 
syms Kmotor 
disp('W ROTOR IN RAD/S:'); 
OmegaFront = deltaOmega(1)*Kmotor 
OmegaRight = deltaOmega(2)*Kmotor 
OmegaRear  = deltaOmega(3)*Kmotor 
OmegaLeft  = deltaOmega(4)*Kmotor 
 
disp('Pulsar cualquier tecla para continuar'); 
disp(' '); 
pause(); 
disp('ROT MATRIX:'); 
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Quadrotor + ROT MATRIX 
%****************************************************************** 
%   QUADROTOR SYMBOLIC 
%****************************************************************** 
%   QUADROTOR STATES 
syms P Q R Phi Theta Psi U V W X Y Z; 
%   QUADROTOR FORCES AND MOMENTS 
syms Fbx Fby Fbz Mbx Mby Mbz; 
%   QUADROTOR PARAMETERS 
syms Jxx Jyy Jzz m l h g Jr; 
%****************************************************************** 
%   ROT MATRIX DECLARATION 
%****************************************************************** 
sPhi = sin(Phi); sThe = sin(Theta); sPsi = sin(Psi); 
cPhi = cos(Phi); cThe = cos(Theta); cPsi = cos(Psi); 
tThe = tan(Theta); 
 
%   ROT Phi,X 
disp('MATRIX ROT Phi,X: '); 
Rx = [1 0 0; 0 cPhi -sPhi; 0 sPhi cPhi] 
%   ROT Theta,Y 
disp('MATRIX ROT Theta,Y: '); 
Ry = [cThe 0 sThe; 0 1 0; -sThe 0 cThe] 
%   ROT Psi,Z 
disp('MATRIX ROT Psi,Z: '); 
Rz = [cPsi -sPsi 0; sPsi cPsi 0; 0 0 1] 
%   ROT BODY FRAME TO EARTH FRAME Reb = R(Z,Psi)R(Y,The)R(X,Phi) 
%   [ec. 4-10 pág. PDF 51 P.SANCHEZ] 
disp('BODY FRAME TO EARTH FRAME Reb = Rz*Ry*Rx ') 
Reb = Rz*Ry*Rx 
 
%   RELATION BETWEEN ANGULAR VEL [ec. 4-15 pág.47 PDF P.SANCHEZ] 
disp('RELATION BETWEEN ANGULAR VEL: ') 
H_Phi = [1 sPhi*tThe cPhi*tThe; 0 cPhi -sPhi; 0 sPhi/cThe cPhi/cThe] 
 
%****************************************************************** 
% STATE EQUATIONS 
%****************************************************************** 
disp('Pulsar cualquier tecla para continuar'); 
disp(' '); 
pause(); 
disp('NON-LINEAL EQUATIONS:'); 
 
%   ANGULAR VEL IN BODY FRAME 
OMEGA_b = [P;Q;R]; 
%   VEL LINEAL IN BODY FRAME 
V_b = [U;V;W]; 
%   FORCES AND MOMENTS 
Fb = [Fbx;Fby;Fbz]; 
Mb = [Mbx;Mby;Mbz]; 
%   QUADROTOR INERTIA 
Jb = diag([Jxx;Jyy;Jzz]); 
Jbinv = diag([1/Jxx;1/Jyy;1/Jzz]); 
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%   ANGULAR ACC IN BODY FRAME (dP,dQ,dR) 
%   dw_b = 1/J * [M_b - (w_b X J*w_b)]  [ec. 4 pág. 23 PDF A. CABEZA ] 
disp('ANGULAR ACC IN BODY FRAME (dP,dQ,dR):') 
disp('dw_b = 1/J * [M_b - (w_b X J*w_b)]  [ec. 4 pág. 23 PDF A. CABEZA ]'); 
dOMEGA_b = simplify( Jbinv*(Mb- cross(OMEGA_b,Jb*OMEGA_b)) ); 
 
%   ANGLE VAR (dPhi,dTheta,dPsi) 
disp('ANGLE VAR (dPhi,dTheta,dPsi):') 
disp('Phidot = H_Phi*[P;Q;R]'); 
Phidot = simplify( H_Phi*OMEGA_b ); 
 
%   LINEAL ACC IN BODY FRAME (dU,dV,dW) 
%   dV_b = 1/m * F_b - (w_b X V_b) [ ec.3 pág.23 PDF A. CABEZA ] 
disp('LINEAL ACC IN BODY FRAME (dU,dV,dW):'); 
disp('dV_b = 1/m * F_b - (w_b X V_b) [ ec.3 pág.23 PDF A. CABEZA ]'); 
dV_b = simplify( ((1/m)*Fb)-cross(OMEGA_b, V_b) ); 
 
%   LINEAL VEL IN EARTH FRAME (dX,dY,dZ) 
%   dPos_e = Reb*V_b 
disp('LINEAL VEL IN EARTH FRAME (dX,dY,dZ):'); 
disp('dPos_e = Reb*V_b'); 
dPos_e = simplify( Reb*V_b ); 
disp('EQUATIONS f=[dP dQ dR dPhi dThe dPsi dU dV dW dX dY dZ]: ') 
 
dP   = dOMEGA_b(1); %dx1 
dQ   = dOMEGA_b(2); %dx2 
dR   = dOMEGA_b(3); %dx3 
dPhi = Phidot(1);   %dx4 
dThe = Phidot(2);   %dx5 
dPsi = Phidot(3);   %dx6 
dU   = dV_b(1);     %dx7 
dV   = dV_b(2);     %dx8 
dW   = dV_b(3);     %dx9 
dX   = dPos_e(1);   %dx10 
dY   = dPos_e(2);   %dx11 
dZ   = dPos_e(3);   %dx12 
 
f = [dP dQ dR dPhi dThe dPsi dU dV dW dX dY dZ].' 
 
disp('Pulsar cualquier tecla para continuar'); 
disp(' '); 
pause(); 
 
% ROTOR INDEX HUMMINGBIRD (NO ROS) 
% Rotor[1] : front 
% Rotor[2] : right 
% Rotor[3] : rear 
% Rotor[4] : left 
 
syms OmegaR Tfront Trear Tleft Tright Qmfront Qmrear Qmleft Qmright 
 
%SUBSTITUIR Mbx,Mby,Mbz,Fbx,Fby y Fbz 
%    No se tienen en cuenta para la linealización sobre (HOVER): 
%    · Fuerzas de Hub y Drag 
%    · Momentos de Hub y Roll 
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disp('Moments:'); 
disp('Replace Mbx = Jr*OmegaR*Q+l*(Tleft-Tright) in dP (HOVER):') 
dP = simplify( subs( dP,{Mbx},[Jr*Q*OmegaR+l*(Tleft-Tright)] )) 
disp('Replace Mby = -Jr*OmegaR*P+l*(Tfront-Trear) in dQ (HOVER):') 
dQ = simplify( subs( dQ,{Mby},[-Jr*P*OmegaR+l*(Tfront-Trear)] )) 
disp('Replace Mbz = -Qmfront + Qmright - Qmrear + Qmleft in dR (HOVER):') 
dR = simplify( subs( dR,{Mbz},[-Qmfront+Qmright-Qmrear+Qmleft] )) 
disp(' '); 
 
disp('Forces:'); 
disp('Gravity Force in Body Frame:') 
Fgb = Reb.'*[0;0;m*g] 
disp('Thrust Force in Body Frame:') 
Tb  = sum([Tfront;Tright;Trear;Tleft])*[0;0;-1] 
 
disp('Replace Fbx = Fgbx + Tbx in dU (HOVER):') 
dU  = simplify( subs( dU,{Fbx},[Fgb(1)+Tb(1)] )) 
disp('Replace Fby = Fgby + Tby in dV (HOVER):') 
dV  = simplify( subs( dV,{Fby},[Fgb(2)+Tb(2)] )) 
disp('Replace Fbz = Fgbz + Tbz in dW (HOVER):') 
dW  = simplify( subs( dW,{Fbz},[Fgb(3)+Tb(3)] )) 
 
f2 = [dP dQ dR dPhi dThe dPsi dU dV dW dX dY dZ].' 
 
disp('Pulsar cualquier tecla para continuar'); 
disp(' '); 
pause(); 
Substituir fuerzas de Thrust y Momento de Drag 
disp('SUBSTITUIR FUERZAS DE THRUST Y MOMENTO DE DRAG POR VEL. ANG. ROTOR:'); 
syms Kthrust Kcounter 
disp(' · Replace Tfront = Kthrust*(OmegaFront^2) in f2 (HOVER)') 
disp(' · Replace Tright = Kthrust*(OmegaRight^2) in f2 (HOVER)') 
disp(' · Replace Trear = Kthrust*(OmegaRear^2) in f2 (HOVER)') 
disp(' · Replace Tleft = Kthrust*(OmegaLeft^2) in f2 (HOVER)') 
disp(' · Replace Qmfront = Kcounter*(OmegaFront^2) in f2 (HOVER)') 
disp(' · Replace Qmright = Kcounter*(OmegaRight^2) in f2 (HOVER)') 
disp(' · Replace Qmrear = Kcounter*(OmegaRear^2) in f2 (HOVER)') 
disp(' · Replace Qmleft = Kcounter*(OmegaLeft^2) in f2 (HOVER)') 
disp(' · Replace OmegaR = (OmegaRight + OmegaLeft - OmegaFront - OmegaRear) in f2 
(HOVER)') 
 
f_non_lineal = simplify(... 
    subs( f2,... 
    {Tfront,Tright,Trear,Tleft,Qmfront,Qmright,Qmrear,Qmleft,OmegaR},... 
    [ 
    Kthrust*(OmegaFront^2),Kthrust*(OmegaRight^2),... 
    Kthrust*(OmegaRear^2),Kthrust*(OmegaLeft^2),... 
    Kcounter*(OmegaFront^2),Kcounter*(OmegaRight^2),... 
    Kcounter*(OmegaRear^2),Kcounter*(OmegaLeft^2),... 
    OmegaRight + OmegaLeft - OmegaFront - OmegaRear... 
    ] )... 
    ) 
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disp(' '); 
disp('Evaluamos en f_non_lineal en el punto de HOVER:') 
disp('Conocemos que [P,Q,R,Phi,Theta,Psi,U,V,W] = 0') 
disp('Y [X,Y,Z] pueden tener cualquier valor') 
 
% Si evaluamos en el Punto de HOVER: 
% [P,Q,R,Phi,Theta,Psi,U,V,W] = 0 
% [X,Y,Z] pueden tener cualquier valor 
 
f_nl_hover_eval = simplify( subs( f_non_lineal,... 
    {P Q R Phi Theta Psi U V W},sym(zeros(1,9)) ) ) 
 
disp('Reducimos f para facilitar encontrar las Ueq del sistema:'); 
index =1; 
for i=1:size(f_nl_hover_eval,1) 
    if(f_nl_hover_eval(i) ~= 0) 
        f_nl_hover_eval_red(index)=f_nl_hover_eval(i); 
        index = index+1; 
    end 
end 
f_nl_hover_eval_red = f_nl_hover_eval_red.' 
 
disp('Pulsar cualquier tecla para continuar'); 
disp(' '); 
pause(); 
 
disp('Calculamos los puntos de equilibrio del sistema restantes:'); 
disp(' '); 
[Sol_f_nl] = solve(f_nl_hover_eval_red == 0,... 
    [deltaPhi,deltaThe,deltaPsi,deltaZ]); 
 
 
Ueq_Matrix = [simplify(Sol_f_nl.deltaPhi),... 
    simplify(Sol_f_nl.deltaThe),... 
    simplify(Sol_f_nl.deltaPsi),... 
    simplify(Sol_f_nl.deltaZ)]; 
 
for i = 1:size(Ueq_Matrix,1) 
    disp('Punto equilibrio '+string(i)+':') 
    disp(Ueq_Matrix(i,:)); 
end 
 
UeqPointer = input('Escoga el vector Ueq de equilibrio para la evaluación: '); 
if (UeqPointer == 0) || (UeqPointer>size(Ueq_Matrix,1)) 
    disp('Punto de equilibrio escogido no existente') 
end 
Calculo Matrices Lineales Mediante Jacobianas 
disp(' '); 
disp('Calcular matrices lineales A y B del espacio de estados (SYMBOLIC):'); 
disp(' '); 
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StateVector = [P,Q,R,Phi,Theta,Psi,U,V,W,X,Y,Z] 
InputVector = [deltaPhi,deltaThe,deltaPsi,deltaZ] 
 
% 
AL.A_Symbolic = simplify( jacobian(f_non_lineal,StateVector) ); 
BL.B_Symbolic = simplify( jacobian(f_non_lineal,InputVector) ); 
% 
AL.AL_hover_Sym = AL.A_Symbolic; 
BL.BL_hover_Sym = BL.B_Symbolic; 
 
eqPoint_sym = [StateVector(1:9) InputVector] 
eqPoint_value = [zeros(1,9) Ueq_Matrix(UeqPointer,:)] 
 
 
for i = 1:length(eqPoint_sym) 
    AL.AL_hover_Sym = simplify (... 
        subs(AL.AL_hover_Sym,{eqPoint_sym(1,i)},[eqPoint_value(1,i)])... 
        ); 
end 
 
for i = 1:length(eqPoint_sym) 
    BL.BL_hover_Sym = simplify (... 
        subs(BL.BL_hover_Sym,{eqPoint_sym(1,i)},[eqPoint_value(1,i)])... 
        ); 
end 
 
disp('Matriz AL y BL evaluada en el Punto de equilibrio:'); 
eqPoint_value 
disp(' '); 
disp('AL:'); 
AL.AL_hover_Sym 
disp('BL:'); 
BL.BL_hover_Sym 
 
load aeroParam.mat 
load quadrotorModel.mat 
load Aero_hover_parameters.mat 
load Motor_Lineal_Data.mat 
Compute Kmotor, Kthrust and Kcounter Gains 
%   Thrust in Hover: 
%   Tjh = CThj*rho*A*(Omegaj*Radius)^2*Radius = Kthrust*(Omegaj)^2 
 
Kthrust_value = CTh(1)*aeroParam.rho*... 
    quadrotorModel.Surface*(quadrotorModel.Radius)^2 
%   Counter - Torque in Hover: 
%   Qmjh = CQhj*rho*A*(Omegaj*Radius)^2*Radius = Kcounter*(Omegaj)^2 
Kcounter_value = CQh(1)*aeroParam.rho*... 
    quadrotorModel.Surface*(quadrotorModel.Radius)^3 
%   STATIC GAIN ROTOR 1st ORDER TRANSFER FUNC 
Kmotor_value = Motor_Lineal_sys.Kp 
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Algebraic Equilibrium Point 
%[P,Q,R,Phi,The,Psi,U,V,W,deltaPhi,deltaThe,deltaPhi,deltaZ] 
eqPoint_value_alg = eval(... 
    simplify(... 
    subs(eqPoint_value,{g,m,Kmotor,Kthrust,Kcounter},... 
    [quadrotorModel.g,quadrotorModel.mass,Kmotor_value,Kthrust_value,... 
    Kcounter_value])... 
    )... 
    ) 
Compute Algebraic AL and BL Matrix 
AL.AL_hover_Alg = AL.AL_hover_Sym; 
BL.BL_hover_Alg = BL.BL_hover_Sym; 
 
ParamVector_sym =[Kmotor,Kthrust,Kcounter,g,m,l,Jxx,Jyy,Jzz,Jr] 
ParamVector_value=[... 
    Kmotor_value,Kthrust_value,Kcounter_value,... 
    quadrotorModel.g,quadrotorModel.mass,quadrotorModel.Length,... 
    quadrotorModel.Jb(1,1),quadrotorModel.Jb(2,2),quadrotorModel.Jb(3,3),... 
    aeroParam.Jr] 
 
% Algebraic AL matrix 
for i = 1:length(ParamVector_sym) 
    AL.AL_hover_Alg = simplify (... 
        subs(AL.AL_hover_Alg,{ParamVector_sym(1,i)},[ParamVector_value(1,i)])... 
        ); 
end 
% Algebraic BL matrix 
for i = 1:length(ParamVector_sym) 
    BL.BL_hover_Alg = simplify (... 
        subs(BL.BL_hover_Alg,{ParamVector_sym(1,i)},[ParamVector_value(1,i)])... 
        ); 
end 
Compute Numerical Value 
AL.AL_hover_eval = eval(AL.AL_hover_Alg); 
BL.BL_hover_eval = eval(BL.BL_hover_Alg); 
Crear Lineal Model (State Space) 
% SUPONEMOS QUE PODEMOS LEER CUALQUIER ESTADO 
C = eye(size(AL.AL_hover_eval)); 
 
% NO DISTURBANCE  % D [nestados x en entradas] 
D = zeros(size(AL.AL_hover_eval,1),size(BL.BL_hover_eval,2)); 
 
Lineal_sys = ss(AL.AL_hover_eval,BL.BL_hover_eval,C,D); 
Lineal_sys.StateName ={'P';'Q';'R';'Phi';'The';'Psi';... 
    'U';'V';'W';'X';'Y';'Z'}; 
Lineal_sys.InputName ={'delataPhi';'delataThe';'delataPsi';'delataZ'}; 
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Lineal_sys 
 
save('Lineal_system.mat','Lineal_sys') 
Motor Omega Ic 
%eqPoint=[P,Q,R,Phi,The,Psi,U,V,W,Vx,Vy,Vz,deltaPhi,deltaThe,deltaPhi,deltaZ] 
 
deltaOmega = simplify(... 
    subs(deltaOmega,{deltaPhi,deltaThe,deltaPsi,deltaZ},... 
    [eqPoint_value_alg(end-3),eqPoint_value_alg(end-2),... 
    eqPoint_value_alg(end-1),eqPoint_value_alg(end)])... 
    ); 
deltaOmega = eval(deltaOmega) 
 
OmegaFrontHover = Kmotor_value*deltaOmega(1) 
OmegaRightHover = Kmotor_value*deltaOmega(2) 
OmegaRearHover = Kmotor_value*deltaOmega(3) 
OmegaLeftHover = Kmotor_value*deltaOmega(4) 
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Programa 2 –  Parametros en hover. 
clc; 
clear; 
 
syms mu lambda Omegaj Omegaj_hover U V W Radius Vij; 
load aeroParam.mat; 
load quadrotorModel.mat; 
 
%   Advanced Velocity (SYMBOLIC) 
advanceVel = simplify ( sqrt(U^2+V^2) ) 
 
%   Rotor advance Ratio (mu) (SYMBOLIC) 
mu = advanceVel / (Omegaj*Radius) 
 
%   Inflow Ratio (Lambda) (SYMBOLIC) 
lambda = (Vij - W) / (Omegaj*Radius) 
 
% Cálculo en HOVER => [P,Q,R,Phi,Theta,Psi,U,V,W] = 0 
advanceVel_hover = subs(advanceVel,{U V},[sym('0') sym('0')]) 
 
% Mu Hover 
mu_hover = advanceVel_hover / (Omegaj_hover*Radius) 
 
% Lambda Hover 
 
lambda_hover = subs(lambda,{W,Omegaj},[sym('0') Omegaj_hover]) 
 
input1 = W / (Omegaj*Radius) 
input2 = advanceVel / (Omegaj*Radius) 
 
input1_hover = eval(subs(input1,{W},[sym('0')])) 
input2_hover = eval(subs(input2,{advanceVel},[advanceVel_hover])) 
 
 
vLookUpTable_hover = interp2(aeroParam.breakpoint2BEMT,aeroParam.breakpoint1BEMT,... 
    aeroParam.BEMT_Matrix,input2_hover,input1_hover); 
 
%Vij_hover = vLookUpTable*Omegaj_hover*Radius 
lambda_hover = simplify(... 
    subs(lambda_hover,{Vij},[vLookUpTable_hover*Omegaj_hover*Radius])... 
    ); 
 
% Numerical Mu and Lambda HOVER 
mu_hover = eval(mu_hover)*ones(1,4) 
lambda_hover = eval(lambda_hover)*ones(1,4) 
 
% CÁLCULO AERODYNAMIC COEFFICIENTS 
 
[CTh,CHh,CQh,CRh] = Calculate_Aerodynamic_Coefficients (... 
    mu_hover,lambda_hover,quadrotorModel,aeroParam) 
 
save('Aero_hover_parameters.mat','mu_hover','lambda_hover',.... 
    'CTh','CHh','CQh','CRh') 
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Programa 3 –  Batería de controladores PD. 
 
clc;clear; 
 
s = tf('s'); 
 
id = 1; 
switch id 
    case 1 
        K0 = 40.25; %Gain roll and pitch 
        G0 = K0/s; 
    case 2 
        K0 = 1.521; %Gain yaw 
        G0 = K0/s; 
    case 3 
        K0 = 2.653; % Gain altitude 
        G0 = K0/s; 
end 
 
 
MpVector = [.5 1 5 10 15 20] ./100; 
Tes = [.35 .40 .45 .50 .55 .60]; 
 
Mdata = zeros(size(MpVector,2),6,size(Tes,2)); 
 
tsim = 10; 
 
for j = 1:length(Tes) 
 
    clear tMat; 
    clear yMat; 
    Tes_f = Tes(j); 
    for i = 1:length(MpVector) 
 
        lnMp(i) = log(MpVector(i))/log(exp(1)); 
        Xi(i) = sqrt( (lnMp(i)^2)/((pi^2)+(lnMp(i)^2)) ); 
        Wn(i) = 4/(Xi(i)*Tes_f);  %Wn mediante Tes del 2% 
 
        Kp(i) = (Wn(i)^2)/K0; 
        Kd(i) = (2*Xi(i)*Wn(i))/K0; 
 
        G0cl = feedback(G0,Kd(i)); 
        Gcl  = feedback(Kp(i)*G0cl*(1/s),1); 
        [y,t] = step(Gcl,tsim); 
        legendVect(i) = 'Xi = '+string(Xi(i))+';'+... 
            ' Wn = '+string(Wn(i))+';'+... 
            ' Mp % = '+string(MpVector(i)*100)+... 
            ' Kp = '+string(Kp(i))+';'+' Kd = '+string(Kd(i)); 
        tMat(:,1,i) = t; 
        yMat(:,1,i) = y; 
    end 
 
    figure 
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    for i = 1:length(MpVector) 
        hold on 
        plot(tMat(:,1,i),yMat(:,1,i)) 
        xlabel('t [seg]'); 
        hold off 
    end 
    title('Respuesta del control PD para un Ts_2_% fijo a '+string(Tes_f)+' [seg]') 
    legend(legendVect) 
    grid on; 
 
    for i = 1 : length(MpVector) 
        Mdata(i,1,j)=Xi(i); 
        Mdata(i,2,j)=Wn(i); 
        Mdata(i,3,j)=Tes_f; 
        Mdata(i,4,j)=MpVector(i); 
        Mdata(i,5,j)=Kp(i); 
        Mdata(i,6,j)=Kd(i); 
    end 
end 
 
switch id 
    case 1 
        Mdata_roll_pitch=Mdata; 
        clear Mdata; 
        save('PD_roll_pitch_data.mat','Mdata_roll_pitch'); 
    case 2 
        Mdata_yaw=Mdata; 
        clear Mdata; 
        save('PD_yaw_data.mat','Mdata_yaw'); 
    case 3 
        Mdata_alt=Mdata; 
        clear Mdata; 
        save('PD_alt_data.mat','Mdata_alt'); 
end 
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Programa 4 –  Obtención JISE, JIAE y JITAE para la batería de controladores PD. 
clc; 
clear; 
 
load quadrotorModel.mat; 
load aeroParam.mat; 
load motorParam.mat; 
load Hover.mat 
 
% Tes (0.1,0.15,.2,.25,.3,.35,.4,.45,.5,.55,.6) => [1x11] i 
% Mp (.5%,1%,5%,10%,15%20%) => [1x6] k 
%NOTAS Roll_Pitch: 
% Tes > 0.2 (2,:,3) 
% 
 
index = 3; %[0] ROLL, [1] PITCH, [2] YAW % [3] ALT 
tsim = 5;  %SIMULATION TIME 
kk = [1,2,3,4,5,6]; %Tes INDEX => [0.35,.40,0.45,0.50,0.55,0.60] 
dt=0.01; 
 
Tes_desired = .45; %%Ts 2% 
Mp_desired = 1/100;  %OVERSHOOT IN % 
 
lnMp_desired = log(Mp_desired)/log(exp(1)); 
Xi= sqrt( ((lnMp_desired)^2)/((pi^2)+(lnMp_desired^2)) ); 
Wn = 4/(Xi*Tes_desired); 
 
switch index 
            case 0 %ROLL 
 
                load PD_roll_pitch_data.mat %Mdata (Xi, Wn, Tes, Mp, Kp, Kd) 
                MDATA = Mdata_roll_pitch; clear Mdata_roll_pitch; 
                Aroll = 1; Apitch = 0;Ayaw = 0; Aalt = 0; %Step Gain 
                PIDpitch.Kp = 0;    PIDpitch.Ki = 0;    PIDpitch.Kd = 0; 
                PIDyaw.Kp = 0;      PIDyaw.Ki = 0;      PIDyaw.Kd = 0; 
                PIDalt.Kp = 0;      PIDalt.Ki = 0;      PIDalt.Kd = 0; 
 
            case 1 %PITCH 
                load PD_roll_pitch_data.mat %Mdata (Xi, Wn, Tes, Mp, Kp, Kd) 
                MDATA = Mdata_roll_pitch; clear Mdata_roll_pitch; 
                Aroll = 0; Apitch = 1;Ayaw = 0; Aalt = 0; %Step Gain 
                PIDroll.Kp = 0;     PIDroll.Ki = 0;     PIDroll.Kd = 0; 
                PIDyaw.Kp = 0;      PIDyaw.Ki = 0;      PIDyaw.Kd = 0; 
                PIDalt.Kp = 0;      PIDalt.Ki = 0;      PIDalt.Kd = 0; 
 
            case 2 %YAW 
                load PD_yaw_data.mat %Mdata (Xi, Wn, Tes, Mp, Kp, Kd) 
                MDATA = Mdata_yaw; clear Mdata_yaw; 
                Aroll = 0; Apitch = 0;Ayaw = 1; Aalt = 0; %Step Gain 
                PIDroll.Kp = 0;     PIDroll.Ki = 0;     PIDroll.Kd = 0; 
                PIDpitch.Kp = 0;    PIDpitch.Ki = 0;    PIDpitch.Kd = 0; 
                PIDalt.Kp = 0;      PIDalt.Ki = 0;      PIDalt.Kd = 0; 
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            case 3 %ALT 
                load PD_alt_data.mat %Mdata (Xi, Wn, Tes, Mp, Kp, Kd) 
                MDATA = Mdata_alt; clear Mdata_alt; 
                Aroll = 0; Apitch = 0;Ayaw = 0; Aalt = 1; %Step Gain 
                PIDroll.Kp = 0;     PIDroll.Ki = 0;     PIDroll.Kd = 0; 
                PIDpitch.Kp = 0;    PIDpitch.Ki = 0;    PIDpitch.Kd = 0; 
                PIDyaw.Kp = 0;      PIDyaw.Ki = 0;      PIDyaw.Kd = 0; 
 
end 
 
disp('START PD TUNING - NON LINEAR MODEL'); 
for k = 1:length(kk)     % Tes Vector Selected 
    for i = 1:6 % Mp Vector => 1x6 
        switch index 
            case 0 %ROLL 
                PIDroll.Kp = MDATA(i,5,kk(k)); 
                PIDroll.Ki = 0; 
                PIDroll.Kd = MDATA(i,6,kk(k)); 
                clc; disp('ROLL SIM'); 
            case 1 %PITCH 
                PIDpitch.Kp = MDATA(i,5,kk(k)); 
                PIDpitch.Ki = 0; 
                PIDpitch.Kd = MDATA(i,6,kk(k)); 
                clc; disp('PITCH SIM'); 
            case 2 %YAW 
                PIDyaw.Kp = MDATA(i,5,kk(k)); 
                PIDyaw.Ki = 0; 
                PIDyaw.Kd = MDATA(i,6,kk(k)); 
                clc; disp('YAW SIM'); 
            case 3 %ALT 
                PIDalt.Kp = MDATA(i,5,kk(k)); 
                PIDalt.Ki = 0; 
                PIDalt.Kd = MDATA(i,6,kk(k)); 
                clc; disp('ALTITUDE SIM'); 
        end 
 
        disp('  START SIM Nº '+string(i)+':'+' Tes = '+string(MDATA(1,3,kk(k)))... 
        +' Mp = '+string(MDATA(i,4,kk(k))*100)+' %'); 
 
            sim('Hummingbird_Attitude_PID_Tuning_Battery.slx'); 
 
        disp('  END SIM Nº '+string(i)+':'+' Tes = '+string(MDATA(1,3,kk(k)))... 
        +' Mp = '+string(MDATA(i,4,kk(k))*100)+' %'); 
 
        disp('  START: ISE, IAE and ITAE CALCULATION') 
        e = Response - desiredResponse; 
        % ISE 
        J_ISE = e'*e*dt; 
        % IAE 
        J_IAE = sum(abs(e)*dt); 
        % ITAE 
        J_ITAE = sum((0:dt:tsim)'.*abs(e)*dt); 
        JDATA(i,k,1) = J_ISE; 
        JDATA(i,k,2) = J_IAE; 
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        JDATA(i,k,3) = J_ITAE; 
        disp('  END: ISE, IAE and ITAE CALCULATION') 
        YDATA(:,i,k) = Response; 
 
        clear J_ISE J_IAE J_ITAE e Response 
    end 
 
end 
 
disp('END PD TUNING - NON LINEAR MODEL'); 
 
switch index 
    case 0 %ROLL 
        save('JDATA_ROLL.mat','JDATA'); 
        save('yDES_ROLL.mat','desiredResponse'); 
        save('yDATA_ROLL.mat','YDATA'); 
    case 1 %PITCH 
        save('JDATA_PITCH.mat','JDATA'); 
        save('yDES_PITCH.mat','desiredResponse'); 
        save('yDATA_PITCH.mat','YDATA'); 
    case 2 %YAW 
        save('JDATA_YAW.mat','JDATA'); 
        save('yDES_YAW.mat','desiredResponse'); 
        save('yDATA_YAW.mat','YDATA'); 
    case 3 %ALT 
        save('JDATA_ALT.mat','JDATA'); 
        save('yDES_ALT.mat','desiredResponse'); 
        save('yDATA_ALT.mat','YDATA'); 
end 
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Programa 5 –  Obtención mínimo JITAE (Control PID) 
clear; 
clc; 
 
load PD_roll_pitch_data.mat 
load PD_yaw_data.mat 
load PD_alt_data.mat 
 
for k=1:3 %ISE, IAE, ITAE 
    for i=0:3 
 
        switch i 
            case 0 
                load JDATA_ROLL.mat 
            case 1 
                load JDATA_PITCH.mat 
            case 2 
                load JDATA_YAW.mat 
            case 3 
                load JDATA_ALT.mat 
        end 
 
        [Row,Col] = find(JDATA(:,:,k) == min(min(JDATA(:,:,k)))); 
 
        % JDATA 
        % row => Mp 
        % col => Tes 
        % k => ISE,IAE ITAE 
 
        switch i 
            case 0 
                PIDroll.Kp = Mdata_roll_pitch(Row,5,Col); 
                PIDroll.Ki = 0; 
                PIDroll.Kd = Mdata_roll_pitch(Row,6,Col); 
            case 1 
                PIDpitch.Kp = Mdata_roll_pitch(Row,5,Col); 
                PIDpitch.Ki = 0; 
                PIDpitch.Kd = Mdata_roll_pitch(Row,6,Col); 
            case 2 
                PIDyaw.Kp = Mdata_yaw(Row,5,Col); 
                PIDyaw.Ki = 0; 
                PIDyaw.Kd = Mdata_yaw(Row,6,Col); 
            case 3 
                PIDalt.Kp = Mdata_alt(Row,5,Col); 
                PIDalt.Ki = 0; 
                PIDalt.Kd = Mdata_alt(Row,6,Col); 
        end 
    end 
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    switch k 
        case 1 
            save ('PIDs_ISE.mat','PIDroll','PIDpitch','PIDyaw','PIDalt'); 
        case 2 
            save ('PIDs_IAE.mat','PIDroll','PIDpitch','PIDyaw','PIDalt'); 
        case 3 
            save ('PIDs_ITAE.mat','PIDroll','PIDpitch','PIDyaw','PIDalt'); 
    end 
end 
Programa 6 –  Reducción del sistema 
clear; 
clc; 
 
load Lineal_system.mat 
 
% Controllability 
 
co = ctrb(Lineal_sys.A,Lineal_sys.B); 
unco_states = length(Lineal_sys.A)-rank(co) 
 
% Observability 
 
ob = obsv(Lineal_sys.A,Lineal_sys.C); 
unob_states = length(Lineal_sys.A) - rank(ob) 
% SENSORES DE Pitch, Roll, Yaw y ALTITUD 
Cp = zeros(4,12); 
Cp(1,4)=1;Cp(2,5)=1;Cp(3,6)=1;Cp(4,12)=1; 
Cp; 
 
% dX = A*X + B*U -> [nxn]*[nx1] + [nxm]*[mx1] 
% Y  = C*X + D*U -> [axn]*[nx1] + [axm]*[mx1] 
 
Minsys = ss(ss(Lineal_sys.A,Lineal_sys.B,Cp,0),'min'); 
Minsys.StateName ={'P';'Q';'R';'Phi';'Theta';'Psi';... 
    'dZ';'Z'}; 
Minsys.InputName ={'deltaPhi';'deltaTheta';'deltaPsi';'deltaZ'}; 
Minsys 
 
save('Minsys.mat','Minsys'); 
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Programa 7 –  Obtención JITAE para el control LQR 
% clear; 
clc; 
 
load Lineal_system.mat 
 
% Controllability 
 
co = ctrb(Lineal_sys.A,Lineal_sys.B); 
unco_states = length(Lineal_sys.A)-rank(co) 
 
% Observability 
 
ob = obsv(Lineal_sys.A,Lineal_sys.C); 
unob_states = length(Lineal_sys.A) - rank(ob) 
% SENSORES DE Pitch, Roll, Yaw y ALTITUD 
Cp = zeros(4,12); 
Cp(1,4)=1;Cp(2,5)=1;Cp(3,6)=1;Cp(4,12)=1; 
Cp; 
 
% dX = A*X + B*U -> [nxn]*[nx1] + [nxm]*[mx1] 
% Y  = C*X + D*U -> [axn]*[nx1] + [axm]*[mx1] 
 
Minsys = ss(ss(Lineal_sys.A,Lineal_sys.B,Cp,0),'min'); 
Minsys.StateName ={'P';'Q';'R';'Phi';'Theta';'Psi';... 
    'dZ';'Z'}; 
Minsys.InputName ={'deltaPhi';'deltaTheta';'deltaPsi';'deltaZ'}; 
Minsys 
 
tsim =5; 
dt=0.01; 
index = 0; %[0] ROLL, [1] PITCH, [2] YAW % [3] ALT 
Aroll = 1; 
Apitch =0; 
Ayaw = 0; 
Aalt = 0; 
 
Tes_desired = .45; %%Ts 2% 
Mp_desired = 1/100;  %OVERSHOOT IN % 
 
lnMp_desired = log(Mp_desired)/log(exp(1)); 
Xi= sqrt( ((lnMp_desired)^2)/((pi^2)+(lnMp_desired^2)) ); 
Wn = 4/(Xi*Tes_desired); 
 
tesq=.35:0.05:.6; 
p=.1:0.05:1; 
x4max = 52; 
x5max = 52; 
x6max = 300; 
x8max = 1; 
 
u1max = 1; 
u2max = 1; 
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u3max = 1; 
u4max = 1; 
 
Q = Minsys.C'*Minsys.C; 
 
for k=1:length(tesq) 
    for i=1:length(p) 
 
        Phiq = 1/(tesq(k)*(deg2rad(x4max)^2)); 
        Theq = 1/(tesq(k)*(deg2rad(x5max)^2)); 
        Psiq = 1/(tesq(k)*deg2rad(x6max)^2); 
        Zq = 1/(tesq(k)*(x8max^2)); 
 
        Q(4,4) = Phiq; 
        Q(5,5) = Theq; 
        Q(6,6) = Psiq; 
        Q(8,8) = Zq; 
 
        R=p(i)*diag([1/(u1max^2) 1/(u2max^2) 1/(u3max^2) 1/(u4max^2)]); 
 
        [Klqr,Plqr,Elqr]=lqr(Minsys.A,Minsys.B,Q,R); 
        %ADQ = (D-(C-D*K)*((A-B*K)^-1)*B)^-1 
        Adq = pinv(-(Minsys.C)*(inv(Minsys.A-Minsys.B*Klqr))*Minsys.B); 
 
        disp('START SIM: '+string(i)+' rho = '+string(p(i))+' tes = '+... 
            string(tesq(k))); 
        sim('Hummingbird_Attitude_LQR_Tuning.slx'); 
        disp('END SIM: '+string(i)+' rho = '+string(p(i))+' tes = '+... 
            string(tesq(k))); 
 
        disp('  START: ISE, IAE and ITAE CALCULATION') 
        e = Response - desiredResponse; 
        % ISE 
        J_ISE_LQR = e'*e*dt; 
        % IAE 
        J_IAE_LQR = sum(abs(e)*dt); 
        % ITAE 
        J_ITAE_LQR = sum((0:dt:tsim)'.*abs(e)*dt); 
 
        jLQR(i,k,1) = J_ISE_LQR; 
        jLQR(i,k,2) = J_IAE_LQR; 
        jLQR(i,k,3) = J_ITAE_LQR; 
        yLQR(:,i,k)=Response; 
    end 
end 
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Programa 8 –  Mínimo valor de JITAE (Control LQR) 
clear; 
clc; 
 
load Minsys.mat 
 
index = 0; 
switch index 
    case 0 
        load jLQR_roll_300.mat 
    case 1 
        load jLQR_rollpitch.mat 
    case 2 
        load jLQR_yaw.mat 
    case 3 
        load jLQR_alt.mat 
end 
 
tesq=.35:0.05:.6; 
p=.1:0.05:1; 
 
x4max = 52; 
x5max = 52; 
x6max = 300; 
x8max = 1; 
 
u1max = 1; 
u2max = 1; 
u3max = 1; 
u4max = 1; 
 
k=3; %ISE, IAE, ITAE 
 
[a,b] = find(jLQR(:,:,k) == min(min(jLQR(:,:,k)))) 
 
tesq(b) 
p(a) 
 
Q = Minsys.C'*Minsys.C; 
 
Phiq = 1/(tesq(b)*(deg2rad(x4max)^2)); 
Theq = 1/(tesq(b)*(deg2rad(x5max)^2)); 
Psiq = 1/(tesq(b)*deg2rad(x6max)^2); 
Zq = 1/(tesq(b)*(x8max^2)); 
 
Q(4,4) = Phiq; 
Q(5,5) = Theq; 
Q(6,6) = Psiq; 
Q(8,8) = Zq 
 
R=p(a)*diag([1/(u1max^2) 1/(u2max^2) 1/(u3max^2) 1/(u4max^2)]) 
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[Klqr,Plqr,Elqr]=lqr(Minsys.A,Minsys.B,Q,R) 
%ADQ = (D-(C-D*K)*((A-B*K)^-1)*B)^-1 
Adq = pinv(-(Minsys.C)*(inv(Minsys.A-Minsys.B*Klqr))*Minsys.B) 
 
Klqr(Klqr<1e-6)=0 
Adq(Adq<1e-6)=0 
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ANEXO D: Resultados obtenidos en simulación para el control PID de 
actitud 
En este anexo se adjuntan los resultados obtendios para los escenarios indicados en el 
apartado 6.1.6 que se encuentra en el capítulo 6 del proyecto. 
Resultados del Escenario 1 - Control PID 
En la siguiente Figura 69, visualizamos como el rotor derecho disminuye su velocidad 
angular mientras el rotor izquierdo la aumenta de la misma forma para poder realizar 
una rotación sobre el ángulo de Roll. De igual manera sucede a partir del segundo 5 de 
simulación para poder llevar a cabo un giro sobre el eje Y del sistema. 
 
Figura 69 – Escenario 1 PID Actitud: Velocidad angular de los rotores [rad/s]. 
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La Figura 70 representa las consignas de incremento de velocidad angular de los rotores 
para llevar a cabo una rotación de 4 grados sobre el ángulo de Roll y una variación de -4 
grados sobre Pitch. 
 
Figura 70 - Escenario 1 PID Actitud: Motor command. 
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A continuación, se muestra en la Figura 71 las correcciones realizadas por el controlador 
PID para los diferentes lazos de control. 
 
Figura 71 - Escenario 1 PID Actitud: Corrección de actitud. 
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Finalmente, en la Figura 72 se observan sobre el sistema de referencia cuerpo las 
diferentes fuerzas y momentos obtenidos al llevar a cabo la maniobra descrita al 
principio del Escenario 1 para el control PID de Actitud. 
 
Figura 72 - Escenario 1 PID Actitud: Fuerzas y Momentos resultantes. 
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Resultados del Escenario 2 – Control PID 
Para llevar a cabo esta rotación sobre el eje Z el rotor derecho y  el izquierdo aumentan 
su velocidad angular equitativamente mientras que el rotor frontal y trasero disminuye 
su velocidad de igual manera tal y como vemos en la Figura 73. 
 
Figura 73 - Escenario 2 PID Actitud: Velocidad angular de los rotores [rad/s]. 
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De la misma forma que podemos observar en la Figura 73, los setpoints para los rotores 
obtenidos siguen la misma evolución para poder realizar la rotación sobre el eje Z tal y 
como se ve en la Figura 74. Cabe destacar, que las acciones de control del rotor saturan 
por un periodo muy corto de tiempo coincidiendo con el cambio brusco de consigna de 
orientación del ángulo de Yaw. 
 
Figura 74 - Escenario 2 PID Actitud: Motor command. 
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En la Figura 75 se puede visualizar las correcciones realizadas sobre los diferentes lazos 
de control. En el segundo 2, para el ángulo de Yaw (ѱ) podemos observar un pequeño 
pico debido al cambio brusco de consigna de orientación sobre el eje z.  
 
Figura 75 – Escenario 2PID Actitud: Corrección de actitud. 
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Por último, se muestra a continuación las fuerzas y momentos implicados para llevar a 
cabo una rotación de 10 grados sobre el eje Z. 
 
Figura 76 - Escenario 2 PID Actitud: Fuerzas y Momentos resultantes. 
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Resultados del Escenario 3 – Control PID 
Para lograr un cambio de altitud de unos 5 metros positivos todos los rotores deben 
proporcionar una misma una velocidad angular que genere la fuerza de Thrust necesaria 
para la elevación como para poder mantenerse. En la siguiente Figura 77, se observa el 
perfil de velocidades angulares obtenidas para dicho cambio de altitud. 
 
Figura 77 - Escenario 3 PID Actitud: Velocidad angular de los rotores [rad/s]. 
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Para poder realizar esta variación de altitud de unos 5 metros, se obtiene que la señal 
de mando de los motores sature a 1 tal y como se muestra en la Figura 78. Esto es debido 
a que los rotores han de generar la máxima velocidad angular para ejercer la fuerza de 
Thrust necesaria para lograr un incremento brusco de altitud. 
 
Figura 78 - Escenario 3 PID Actitud: Motor command. 
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A continuación, en la Figura 79 se muestran las correcciones para obtener las comandas 
de los diferentes motores. 
 
Figura 79 - Escenario 3 PID Actitud: Corrección de actitud. 
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Finalmente, se muestran las fuerzas y momentos resultantes en la Figura 80 para llevar 
a cabo el Escenario 3 a través del control PID de Actitud. 
 
Figura 80 - Escenario 3 PID Actitud: Fuerzas y Momentos resultantes. 
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Resultados del Escenario 4 – Control PID 
En la siguiente Figura 81 se observa la evolución de las velocidades angulares obtenidas 
para los diferentes rotores con el fin de garantizar un desplazamiento en dirección del 
eje Y debido a una rotación de 4 grados en el ángulo de Roll. Destacar que para el 
instante de tiempo correspondiente a 3 segundos las velocidades angulares quedan 
afectadas debido una perturbación a causa de un golpe de viento. 
 
Figura 81 - Escenario 4 PID Actitud: Velocidades angulares de los rotores [rad/s]. 
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En la siguiente Figura 82, se muestra las diferentes señales de control de los diferentes 
rotores donde se puede observar en el instante de tiempo de 3 segundos como el 
control de actitud genera unas consignas de velocidad angular para estabilizar la 
aeronave. 
 
Figura 82 - Escenario 4 PID Actitud: Motor command. 
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A continuación, se muestran las correcciones realizadas para cada lazo de control 
obtenidas. 
 
Figura 83 - Escenario 4 PID Actitud: Correción de actitud. 
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Finalmente, podemos observar en la Figura 84 las fuerzas y momentos resultantes de 
estabilizar la aeronave para poder llevar a cabo en Escenario 4 mediante el control PID 
de Actitud. Además, de las diferentes fuerzas de fricción y momentos introducidos como 
perturbaciones al sistema a causa del viento. 
 
Figura 84 - Escenario 4 PID Actitud: Fuerzas y Momentos resultantes. 
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Resultados del Escenario 5 – Control PID 
En la Figura 85, se muestran las velocidades obtenidas para cada rotor en las que 
podemos ver para el rotor frontal un aumento de la velocidad y de forma equitativa una 
disminución de velocidad para el rotor trasero para poder lograr un giro de 5 grados en 
el ángulo de Pitch. 
 
Figura 85 - Escenario 5 PID Actitud: Variación de velocidades angulares de los rotores [rad/s]. 
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A continuación, se muestran las señales de control obtenidas para cada rotor a través 
del control mixing detallado en el apartado 5.1 del capítulo 5. 
 
Figura 86 - Escenario 5 PID Actitud: Motor command. 
 
 
 
 
 
 
 
  
ESTUDIO DEL CONTROL DE ACTITUD DE UN QUADROTOR HUMMINGBIRD DE   
ASCTEC UTILIZANDO ROS (ROBOTIC OPERATING SYSTEM) 
Departament d’Enginyeria de Sistemes, Automàtica i Informàtica Industrial 
 
  
 
Adrián Ruiz Royo  211 
En la Figura 87, se muestran las correcciones de actitud realizadas para cada lazo de 
control. Los valores que corresponden a la orientación del quadrotor (φ, Ɵ y ѱ) oscilan 
alrededor de cero a causa del ruido blanco introducido en los sensores de velocidad 
angular del sistema. 
 
Figura 87 - Escenario 5 PID Actitud: Corrección de actitud. 
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Por último, en la Figura 88 podemos visualizar las fuerzas y momentos introducidos por 
el sistema de control a causa del ruido blanco de los sensores de velocidad angular. 
Como la fuerza y momentos representados en ejes cuerpo que realiza el quadrotor para 
retroceder sobre el eje X. 
 
Figura 88 - Escenario 5 PID Actitud: Fuerzas y Momentos resultantes. 
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ANEXO E: Resultados obtenidos en simulación para el control LQR 
de actitud 
En este anexo se adjuntan los resultados obtendios para los escenarios indicados en el 
apartado 6.2.6 que se encuentra en el capítulo 6 del proyecto. 
Resultados del Escenario 1 – Control LQR 
En la siguiente Figura 89, visualizamos como el rotor derecho aumenta su velocidad 
angular mientras el rotor izquierdo disminuye equitativamente para poder realizar una 
rotación -4 grados sobre el ángulo de Roll durante el intervalo de tiempo comprendido 
entre los segundos 1 y 3. De la misma forma, en el periodo de tiempo entre los segundos 
5 y 7 las velocidades angulares varían para lograr un giro de 4 grados sobre el ángulo de 
Pitch. 
 
Figura 89 - Escenario 1 LQR Actitud: Velocidad angulares de los rotores [rad/s]. 
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A continuación, se observan en la Figura 90 las señales de mando de los rotres obtenidas 
a partir del control mixing detallado en el capítulo 5. 
 
Figura 90 - Escenario 1 LQR Actitud: Motor command. 
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En la Figura 91, se observan las correcciones de actitud realizadas por el control LQR de 
actitud. Destacar las correcciones realizadas durante el periodo de tiempo que 
comprende los segundos 1 y 3 para el ángulo de Roll (φ) y el periodo entre los segundos 
5 y 7 correspondientes al ángulo de Pitch (Ɵ). 
 
Figura 91 - Escenario 1 LQR Actitud: Corrección de actitud. 
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Finalmente, en la Figura 92 se muestran las fuerzas y momentos resultantes del 
Escenario 1 mediante el control LQR de Actitud. 
 
Figura 92 - Escenario 1 LQR Actitud: Fuerzas y Momentos resultantes. 
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Resultados del Escenario 2 – Control LQR 
En las Figuras 93, se puede observar las velocidades angulares de los rotores que 
corresponden a realizar un giro en sentido horario de 10 grados  y pasados 3 segundos 
volver a tener una orientación de 0 grados sobre el eje Z. Tal y como se especifica en las 
maniobras descritas en apartado 4.6 del capítulo 4. 
 
Figura 93 - Escenario 2 LQR Actitud: Velocidad angular de los rotores [rad/s]. 
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A continuación, en la Figura 94 se muestra las señales de mando de cada rotor obtenidas 
mediante el control mixing descrito en apartado 5.1 del capítulo 5. 
 
Figura 94 - Escenario 2 LQR Actitud: Motor command. 
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En la Figura 95 se puede observar la corrección de actitud producida sobre el ángulo de 
Yaw (ѱ)  por un giro de 10 grados en sentido horario sobre el eje Z durante el periodo 
de tiempo comprendido entre los segundos 2 y 3 y para el intervalo de tiempo entre los 
segundos 5 y 6 como el quadrotor vuelve a orientarse a 0 grados. 
 
Figura 95 - Escenario 2 LQR Actitud: Corrección de actitud. 
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Finalmente, en la Figura 96 se observan los resultados para la simulación del Escenario 
2 de control de Actitud mediante el uso del controlador óptimo LQR de las fuerzas y 
momentos resultantes expresados en el sistema de coordenadas cuerpo. 
 
Figura 96 - Escenario 2 LQR Actitud: Fuerzas y Momentos resultantes. 
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Resultados del Escenario 3 – Control LQR 
A continuación, se puede observar el incremento y disminución de velocidad angular de 
todos los rotores de forma equitativa para lograr establecerse en la cota de altitud 
deseada. También, se puede ver el periodo de tiempo comprendido entre los segundos 
3 y 6 en el que la aeronave mantiene su posición. 
 
Figura 97 - Escenario 3 LQR Actitud: Velocidad angular de los rotores [rad/s]. 
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Como podemos ver en la Figura 98, las señales de mando saturan al máximo durante el 
periodo de tiempo que el quadrotor necesita para ascender de forma brusca hasta lograr 
mantener la altitud (periodo de tiempo entre el segundo 3 y 5) para después mantener 
una posición constante y posteriormente descender. 
 
Figura 98 - Escenario 3 LQR Actitud: Motor command. 
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A continuación, en la Figura 99 se muestran las correcciones realizadas mediante el 
control LQR de actitud para obtener la variación de altitud deseada. 
 
Figura 99 - Escenario 3 LQR Actitud: Corrección de actitud. 
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Por último, observamos en la siguiente Figura 100 las fuerzas realizadas sobre el cuerpo 
en el eje Z para poder elevar el quadrotor hacia la posición (periodo de tiempo 
comprendido entre los segundos 2 y 4) y mantenerlo durante un periodo corto de 
tiempo de 2 segundos para posteriormente volver a aterrizar. 
 
Figura 100 - Escenario 3 LQR Actitud: Fuerzas y Momentos resultantes. 
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Resultados del Escenario 4 – Control LQR 
En la Figura 101, se muestran los valores de la velocidad angulares de cada rotor 
obtenidos para el Escenario 4 mediante el control LQR. 
 
Figura 101 - Escenario 4 LQR Actitud: Velocidad angulares de los rotores [rad/s]. 
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En la Figura 102, vemos las señales de mando de los rotores obtenidas a partir de las 
correcciones mostradas en la Figura 103 y del control mixing expresado en (5.4) del 
apartado 5.1 del capítulo 5. 
 
Figura 102 - Escenario 4 LQR Actitud: Motor command. 
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A continuación, en la Figura 103 se puede observar las correcciones de actitud 
obtenidas por el controlador LQR. 
 
Figura 103 - Escenario 4 LQR Actitud: Corrección de actitud. 
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Finalmente, podemos observar en la Figura 104 las fuerzas y momentos resultantes de 
estabilizar la aeronave para poder llevar a cabo en Escenario 4 mediante el control LQR 
de Actitud. Además, de las diferentes fuerzas de fricción y momentos introducidos como 
perturbaciones al sistema a causa del viento. 
 
Figura 104 - Escenario 4 LQR Actitud: Fuerzas y Momentos resultantes. 
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Resultados del Escenario 5 – Control LQR 
En la Figura 105, se muestran las velocidades obtenidas para cada rotor en las que 
podemos ver para el rotor frontal un aumento de la velocidad y de forma equitativa una 
disminución de velocidad para el rotor trasero para poder lograr un giro de 5 grados en 
el ángulo de Pitch.  
 
Figura 105 - Escenario 5 LQR Actitud: Velocidad angular de los rotores [rad/s]. 
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En la figura 106, se observa las señales de mando para cada rotor obtenidas a partir del 
control mixing detallado en el apartado 5.1 del capítulo 5. Cabe destacar, que a medida 
que aumenta el tiempo la señal de mando de los rotores disminuye a causa del ruido de 
los sensores de velocidad que afecta al sistema de control. 
 
Figura 106 - Escenario 5 LQR Actitud: Motor command. 
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A continuación, en la Figura 107 se muestran las correcciones de actitud realizas por el 
control LQR. 
 
Figura 107 - Escenario 5 LQR Actitud: Corrección de actitud. 
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Por último, en la Figura 108 podemos visualizar las fuerzas y momentos introducidos por 
el controlador a causa del ruido blanco de los sensores de velocidad angular. Como la 
fuerza y momentos representados en ejes cuerpo que realiza el quadrotor para 
retroceder sobre el eje X. 
 
Figura 108 - Escenario 5 LQR Actitud: Fuerzas y Momentos resultantes. 
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ANEXO F: Resultados obtenidos en simulación para el control de 
posición 
En este anexo se adjuntan los resultados obtendios para los escenarios indicados en el 
apartado 6.3.1 que se encuentra en el capítulo 6 del proyecto. 
Resultados del Escenario 1 – Control Proporcional + PID de actitud 
En la Figura 109, se muestra el cambio de velocidades angulares en el intervalo de 
tiempo entre el segundo 1 y 2 correspondiente al giro del ángulo de Pitch (φ) con el fin 
de hacer avanzar el quadrotor 2 metros hacia delante. Posteriormente, el quadrotor 
mantiene la velocidad angular de los rotores de forma constante para no variar su 
posición hasta el intervalo de tiempo entre el segundo 5 y 7 en el que la aeronave avanza 
hacia la derecha hasta 3 metros tal y como se puede observar en la Figura 55. 
 
Figura 109 - Escenario 1 P+PID posición: Velocidades angulares de los rotores [rad/s]. 
  
ESTUDIO DEL CONTROL DE ACTITUD DE UN QUADROTOR HUMMINGBIRD DE   
ASCTEC UTILIZANDO ROS (ROBOTIC OPERATING SYSTEM) 
Departament d’Enginyeria de Sistemes, Automàtica i Informàtica Industrial 
 
  
 
Adrián Ruiz Royo  234 
En la Figura 110, se muestra el resultado obtenido para cada una de las señales de 
mando del motor obtenidas a partir del control mixing descrito en el capítulo 5. 
 
Figura 110 - Escenario 1 P+PID posición: Motor command. 
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En la Figura 111, se describe las correcciones de actitud realizadas mediante el control 
PID de actitud desarrollado en el apartado 6.1 de este mismo capítulo. 
 
Figura 111 - Escenario 1 P+PID posición: Corrección de actitud. 
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Finalmente, se representa las fuerzas y momentos resultantes en la Figura 112  para 
poder llevar a cabo el Escenario 1 mediante el control  de posición formado por un 
control Proporcional y el control PID de Actitud. 
 
Figura 112 - Escenario 1 P+PID posición: Fuerzas y Momentos resultantes. 
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Resultados del Escenario 2 – Control Proporcional + LQR de actitud 
En la Figura 113, se representa la evolución de las velocidades angulares para cada 
rotor a lo largo del tiempo de simulación. 
 
Figura 113 - Escenario 2 P+LQR: Velocidades angulares de los rotores [rad/s]. 
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A continuación, se muestra en la Figura 114 los resultados obtenidos para la señal de 
control para los diferentes rotores. 
 
Figura 114 - Escenario 2 P+LQR posición: Motor command. 
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En la Figura 115, se representan las correcciones de actitud obtenidas a la salida del 
controlador LQR. 
 
Figura 115 - Escenario 2 P+LQR posición: Corrección de actitud. 
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Por último, en la Figura 116 podemos visualizar las fuerzas y momentos resultantes del 
control Proporcional de posición junto al controlador LQR de actitud. 
 
Figura 116 - Escenario 2 P+LQR posición: Fuerzas y Momentos resultantes. 
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ANEXO G: Programas de ROS. 
En este anexo se describen los diferentes programas de ROS utilizados. 
Programa hl_interface.h modificado 
hl_interface.h – asctec_hl_interface 
1 /* 
2  
3 Copyright (c) 2011, Markus Achtelik, ASL, ETH Zurich, Switzerland 
4 You can contact the author at <markus dot achtelik at mavt dot ethz dot ch> 
5  
6 All rights reserved. 
7  
8 Redistribution and use in source and binary forms, with or without 
9 modification, are permitted provided that the following conditions are met: 
10 * Redistributions of source code must retain the above copyright 
11 notice, this list of conditions and the following disclaimer. 
12 * Redistributions in binary form must reproduce the above copyright 
13 notice, this list of conditions and the following disclaimer in the 
14 documentation and/or other materials provided with the distribution. 
15 * Neither the name of ETHZ-ASL nor the 
16 names of its contributors may be used to endorse or promote products 
17 derived from this software without specific prior written permission. 
18  
19 THIS SOFTWARE IS PROVIDED BY THE COPYRIGHT HOLDERS AND CONTRIBUTORS "AS IS" AND 
20 ANY EXPRESS OR IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, THE IMPLIED 
21 WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE ARE 
22 DISCLAIMED. IN NO EVENT SHALL ETHZ-ASL BE LIABLE FOR ANY 
23 DIRECT, INDIRECT, INCIDENTAL, SPECIAL, EXEMPLARY, OR CONSEQUENTIAL DAMAGES 
24 (INCLUDING, BUT NOT LIMITED TO, PROCUREMENT OF SUBSTITUTE GOODS OR SERVICES; 
25 LOSS OF USE, DATA, OR PROFITS; OR BUSINESS INTERRUPTION) HOWEVER CAUSED AND 
26 ON ANY THEORY OF LIABILITY, WHETHER IN CONTRACT, STRICT LIABILITY, OR TORT 
27 (INCLUDING NEGLIGENCE OR OTHERWISE) ARISING IN ANY WAY OUT OF THE USE OF THIS 
28 SOFTWARE, EVEN IF ADVISED OF THE POSSIBILITY OF SUCH DAMAGE. 
29  
30 */ 
31  
32 #ifndef ASCTECINTERFACE_H_ 
33 #define ASCTECINTERFACE_H_ 
34  
35 #include <ros/ros.h> 
36 #include <tf/transform_datatypes.h> 
37 #include "comm.h" 
38  
39 // message includes 
40 #include <asctec_hl_comm/mav_rcdata.h> 
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41 #include <asctec_hl_comm/mav_ctrl.h> 
42 #include <asctec_hl_comm/mav_imu.h> 
43 #include <asctec_hl_comm/mav_status.h> 
44 #include <asctec_hl_comm/GpsCustom.h> 
45 #include <sensor_msgs/Imu.h> 
46 #include <sensor_msgs/NavSatFix.h> 
47 #include <geometry_msgs/Vector3Stamped.h> 
48  
49 // service includes 
50 #include <asctec_hl_comm/MavCtrlSrv.h> 
51 #include <asctec_hl_comm/mav_ctrl_motors.h> 
52  
53 // dynamic reconfigure includes 
54 #include <dynamic_reconfigure/server.h> 
55 #include <asctec_hl_interface/HLInterfaceConfig.h> 
56  
57 typedef dynamic_reconfigure::Server<asctec_hl_interface::HLInterfaceConfig> ReconfigureServer; 
58  
59 #include <diagnostic_updater/diagnostic_updater.h> 
60 #include <diagnostic_updater/update_functions.h> 
61  
62 /* 
63 
 * This class provides basic access to the HighLevel Processor of the AutoPilot Board.  
It subscribes to position / velocity / acceleration commands, publishes IMU, GPS, RC and status data and synchronizes the 
HL Processor time with the host computer. 
64 
 * HighLevel Processor and LowLevel Processor of the AscTec AutoPilot board are referenced to HLP and LLP in the 
following. 
65  */ 
66  
67 class HLInterface 
68 { 
69 private: 
70  
71   ros::NodeHandle nh_; 
72   ros::NodeHandle pnh_; 
73   CommPtr & comm_; 
74  
75   std::string frame_id_; 
76  
77   ros::Publisher gps_pub_; 
78   ros::Publisher gps_custom_pub_; 
79   ros::Publisher imu_ros_pub_; ///< publisher for sensor_msgs/Imu message 
80   ros::Publisher imu_pub_; ///< publisher for custom asctec_hl_comm/mav_imu message 
81   ros::Publisher motors_pub_; ///< publisher for motor message 
82   ros::Publisher rc_pub_; 
83   ros::Publisher status_pub_; 
84   ros::Publisher mag_pub_; 
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85   ros::Subscriber control_sub_; 
86  
87   ros::ServiceServer motor_srv_; 
88   ros::ServiceServer crtl_srv_; 
89  
90   // callback functions for data from the serial port 
91   void processImuData(uint8_t * buf, uint32_t bufLength); 
92   void processGpsData(uint8_t * buf, uint32_t bufLength); 
93   void processRcData(uint8_t * buf, uint32_t bufLength); 
94   void processStatusData(uint8_t * buf, uint32_t bufLength); 
95   void processTimeSyncData(uint8_t * buf, uint32_t bufLength); 
96   void processPoseEKFData(uint8_t * buf, uint32_t bufLength); 
97   void processMagData(uint8_t * buf, uint32_t bufLength); 
98  
99   /// service to start/stop motors 
100 
  bool cbMotors(asctec_hl_comm::mav_ctrl_motors::Request &req, asctec_hl_comm::mav_ctrl_motors::Response 
&resp); 
101  
102   /// ctrl service callback 
103   bool cbCtrl(asctec_hl_comm::MavCtrlSrv::Request & req, asctec_hl_comm::MavCtrlSrv::Response & resp); 
104  
105   /** 
106    * callback that listens to mav_ctrl messages 
107    * message must be sent at least at 10 Hz, otherwise the mav will switch back to manual control! 
108    **/ 
109   void controlCmdCallback(const asctec_hl_comm::mav_ctrlConstPtr &msg); 
110  
111   /// evaluates the mav_ctrl message and sends the appropriate commands to the HLP 
112   void sendControlCmd(const asctec_hl_comm::mav_ctrl & ctrl, asctec_hl_comm::mav_ctrl * ctrl_result=NULL); 
113  
114   /// sends a direct motor control command (pitch, roll, thrust), yaw velocity to the LL processor 
115   void sendDMCCommandLL(const asctec_hl_comm::mav_ctrl & ctrl, asctec_hl_comm::mav_ctrl * ctrl_result=NULL); 
116  
117   /// sends an acceleration command (pitch, roll, thrust), yaw velocity to the LL processor 
118   void sendAccCommandLL(const asctec_hl_comm::mav_ctrl & ctrl, asctec_hl_comm::mav_ctrl * ctrl_result=NULL); 
119  
120   /// sends a velocity command to the HLP. Position control on the HL has to be enabled 
121   void sendVelCommandLL(const asctec_hl_comm::mav_ctrl & ctrl, asctec_hl_comm::mav_ctrl * ctrl_result=NULL); 
122  
123   /// sends a velocity command to the LLP. Velocity is controlled based on GPS 
124   void sendVelCommandHL(const asctec_hl_comm::mav_ctrl & ctrl, asctec_hl_comm::mav_ctrl * ctrl_result=NULL); 
125  
126   /// sends a position (=waypoint) command to the HL. Position control on the HL has to be enabled 
127   void sendPosCommandHL(const asctec_hl_comm::mav_ctrl & ctrl, asctec_hl_comm::mav_ctrl * ctrl_result=NULL); 
128  
129   int16_t gps_status_; 
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130   int16_t gps_satellites_used_; 
131  
132   double angular_velocity_variance_; 
133   double linear_acceleration_variance_; 
134   asctec_hl_comm::mav_status status_; 
135  
136   /// stores the bitmask of degrees of freedom to be controlled 
137   short enable_ctrl_; 
138  
139   /// gain from AutoPilot values to 1/1000 degree for the input from the pitch and roll "stick" 
140   /** 
141 
   * This value should be equal to the one that can be found when reading the controller parameters of the LLP by the 
AscTec AutoPilot software. 
142 
   * It is only relevant, when this interface is used to send roll/pitch (or x/y velocity when in GPS mode) commands to the 
LLP. 
143    */ 
144   int k_stick_; 
145  
146   /// gain from AutoPilot values to 1/1000 degree for the input from the yaw "stick" 
147   /** 
148 
   * This value should be equal to the one that can be found when reading the controller parameters of the LLP by the 
AscTec AutoPilot software. 
149    * It is only relevant, when this interface is used to send yaw commands to the LLP. 
150    */ 
151   int k_stick_yaw_; 
152  
153  
154   // dynamic reconfigure 
155   ReconfigureServer *reconf_srv_; 
156   void cbConfig(asctec_hl_interface::HLInterfaceConfig & config, uint32_t level); 
157   asctec_hl_interface::HLInterfaceConfig config_; 
158  
159   // diagnostic update 
160   diagnostic_updater::Updater diag_updater_; 
161   diagnostic_updater::FrequencyStatus diag_imu_freq_; 
162   double diag_imu_freq_min_; 
163   double diag_imu_freq_max_; 
164   void diagnostic(diagnostic_updater::DiagnosticStatusWrapper & stat); 
165  
166 public: 
167   HLInterface(ros::NodeHandle & nh, CommPtr & comm); 
168   ~HLInterface(); 
169 }; 
170  
171 #endif /* ASCTECINTERFACE_H_ */ 
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Programa hl_interface.cpp modificado 
hl_interface.cpp – asctec_hl_interface 
1 /* 
2  
3 Copyright (c) 2011, Markus Achtelik, ASL, ETH Zurich, Switzerland 
4 You can contact the author at <markus dot achtelik at mavt dot ethz dot ch> 
5  
6 All rights reserved. 
7  
8 Redistribution and use in source and binary forms, with or without 
9 modification, are permitted provided that the following conditions are met: 
10 * Redistributions of source code must retain the above copyright 
11 notice, this list of conditions and the following disclaimer. 
12 * Redistributions in binary form must reproduce the above copyright 
13 notice, this list of conditions and the following disclaimer in the 
14 documentation and/or other materials provided with the distribution. 
15 * Neither the name of ETHZ-ASL nor the 
16 names of its contributors may be used to endorse or promote products 
17 derived from this software without specific prior written permission. 
18  
19 THIS SOFTWARE IS PROVIDED BY THE COPYRIGHT HOLDERS AND CONTRIBUTORS "AS IS" AND 
20 ANY EXPRESS OR IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, THE IMPLIED 
21 WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE ARE 
22 DISCLAIMED. IN NO EVENT SHALL ETHZ-ASL BE LIABLE FOR ANY 
23 DIRECT, INDIRECT, INCIDENTAL, SPECIAL, EXEMPLARY, OR CONSEQUENTIAL DAMAGES 
24 (INCLUDING, BUT NOT LIMITED TO, PROCUREMENT OF SUBSTITUTE GOODS OR SERVICES; 
25 LOSS OF USE, DATA, OR PROFITS; OR BUSINESS INTERRUPTION) HOWEVER CAUSED AND 
26 ON ANY THEORY OF LIABILITY, WHETHER IN CONTRACT, STRICT LIABILITY, OR TORT 
27 (INCLUDING NEGLIGENCE OR OTHERWISE) ARISING IN ANY WAY OUT OF THE USE OF THIS 
28 SOFTWARE, EVEN IF ADVISED OF THE POSSIBILITY OF SUCH DAMAGE. 
29  
30 */ 
31  
32 #include "hl_interface.h" 
33 #include "helper.h" 
34 #include <asctec_hl_comm/MotorSpeed.h> 
35  
36 HLInterface::HLInterface(ros::NodeHandle & nh, CommPtr & comm) : 
37 
  nh_(nh), pnh_("~/fcu"), comm_(comm), gps_status_(sensor_msgs::NavSatStatus::STATUS_NO_FIX), 
gps_satellites_used_(0), 
38       diag_updater_(), diag_imu_freq_(diagnostic_updater::FrequencyStatusParam(&diag_imu_freq_min_, 
39                                                                                &diag_imu_freq_max_, 0, 5)) 
40 { 
41   pnh_.param("frame_id", frame_id_, std::string("fcu")); 
42   pnh_.param("k_stick", k_stick_, 25); 
43   pnh_.param("k_stick_yaw", k_stick_yaw_, 120); 
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44   pnh_.param("stddev_angular_velocity", angular_velocity_variance_, 0.013); // taken from experiments 
45   pnh_.param("stddev_linear_acceleration", linear_acceleration_variance_, 0.083); // taken from experiments 
46   angular_velocity_variance_ *= angular_velocity_variance_; 
47   linear_acceleration_variance_ *= linear_acceleration_variance_; 
48  
49   imu_pub_ = nh_.advertise<asctec_hl_comm::mav_imu> ("imu_custom", 1); 
50   imu_ros_pub_ = nh_.advertise<sensor_msgs::Imu> ("imu", 1); 
51   motors_pub_ = nh_.advertise<asctec_hl_comm::MotorSpeed> ("motor_speed", 1); 
52   gps_pub_ = nh_.advertise<sensor_msgs::NavSatFix> ("gps", 1); 
53   gps_custom_pub_ = nh_.advertise<asctec_hl_comm::GpsCustom> ("gps_custom", 1); 
54   rc_pub_ = nh_.advertise<asctec_hl_comm::mav_rcdata> ("rcdata", 1); 
55   status_pub_ = nh_.advertise<asctec_hl_comm::mav_status> ("status", 1); 
56   mag_pub_ = nh_.advertise<geometry_msgs::Vector3Stamped> ("mag", 1); 
57  
58   control_sub_ = nh_.subscribe("control", 1, &HLInterface::controlCmdCallback, this); 
59  
60   motor_srv_ = nh_.advertiseService("motor_control", &HLInterface::cbMotors, this); 
61   crtl_srv_ = nh_.advertiseService("control", &HLInterface::cbCtrl, this); 
62  
63   config_ = asctec_hl_interface::HLInterfaceConfig::__getDefault__(); 
64  
65   // bring up dynamic reconfigure 
66   reconf_srv_ = new ReconfigureServer(pnh_); 
67   ReconfigureServer::CallbackType f = boost::bind(&HLInterface::cbConfig, this, _1, _2); 
68   reconf_srv_->setCallback(f); 
69  
70   diag_updater_.add("AscTec AutoPilot status", this, &HLInterface::diagnostic); 
71   diag_updater_.setHardwareID("none"); 
72   diag_updater_.add(diag_imu_freq_); 
73   diag_updater_.force_update(); 
74  
75   // register callbacks for packets from serial port 
76   comm_->registerCallback(HLI_PACKET_ID_IMU, &HLInterface::processImuData, this); 
77   comm_->registerCallback(HLI_PACKET_ID_RC, &HLInterface::processRcData, this); 
78   comm_->registerCallback(HLI_PACKET_ID_GPS, &HLInterface::processGpsData, this); 
79   comm_->registerCallback(HLI_PACKET_ID_STATUS, &HLInterface::processStatusData, this); 
80   comm_->registerCallback(HLI_PACKET_ID_TIMESYNC, &HLInterface::processTimeSyncData, this); 
81   comm_->registerCallback(HLI_PACKET_ID_MAG, &HLInterface::processMagData, this); 
82 } 
83  
84 HLInterface::~HLInterface() 
85 { 
86   delete reconf_srv_; 
87 } 
88  
89 void HLInterface::processImuData(uint8_t * buf, uint32_t bufLength) 
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90 { 
91   HLI_IMU* data = (HLI_IMU*)buf; 
92   static int seq = 0; 
93   diag_imu_freq_.tick(); 
94  
95   double roll = helper::asctecAttitudeToSI(data->ang_roll); 
96   double pitch = helper::asctecAttitudeToSI(data->ang_pitch); 
97   double yaw = helper::asctecAttitudeToSI(data->ang_yaw); 
98  
99   if (yaw > M_PI) 
100     yaw -= 2 * M_PI; 
101  
102   double height = data->height * 0.001; 
103   double differential_height = data->differential_height * 0.001; 
104  
105   uint32_t subs_imu = imu_pub_.getNumSubscribers(); 
106   uint32_t subs_imu_ros = imu_ros_pub_.getNumSubscribers(); 
107  
108   if (subs_imu > 0 || subs_imu_ros > 0) 
109   { 
110     geometry_msgs::Quaternion q; 
111     helper::angle2quaternion(roll, pitch, yaw, &q.w, &q.x, &q.y, &q.z); 
112  
113     if (subs_imu > 0) 
114     { 
115       asctec_hl_comm::mav_imuPtr msg(new asctec_hl_comm::mav_imu); 
116  
117       msg->header.stamp = ros::Time(data->timestamp * 1.0e-6); 
118       msg->header.seq = seq; 
119       msg->header.frame_id = frame_id_; 
120       msg->acceleration.x = helper::asctecAccToSI(data->acc_x); 
121       msg->acceleration.y = helper::asctecAccToSI(data->acc_y); 
122       msg->acceleration.z = helper::asctecAccToSI(data->acc_z); 
123       msg->angular_velocity.x = helper::asctecOmegaToSI(data->ang_vel_roll); 
124       msg->angular_velocity.y = helper::asctecOmegaToSI(data->ang_vel_pitch); 
125       msg->angular_velocity.z = helper::asctecOmegaToSI(data->ang_vel_yaw); 
126       msg->differential_height = differential_height; 
127       msg->height = height; 
128       msg->orientation = q; 
129  
130       imu_pub_.publish(msg); 
131     } 
132     if (subs_imu_ros > 0) 
133     { 
134       sensor_msgs::ImuPtr msg(new sensor_msgs::Imu); 
135  
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136       msg->header.stamp = ros::Time(data->timestamp * 1.0e-6); 
137       msg->header.seq = seq; 
138       msg->header.frame_id = frame_id_; 
139       msg->linear_acceleration.x = helper::asctecAccToSI(data->acc_x); 
140       msg->linear_acceleration.y = helper::asctecAccToSI(data->acc_y); 
141       msg->linear_acceleration.z = helper::asctecAccToSI(data->acc_z); 
142       msg->angular_velocity.x = helper::asctecOmegaToSI(data->ang_vel_roll); 
143       msg->angular_velocity.y = helper::asctecOmegaToSI(data->ang_vel_pitch); 
144       msg->angular_velocity.z = helper::asctecOmegaToSI(data->ang_vel_yaw); 
145       msg->orientation = q; 
146       helper::setDiagonalCovariance(msg->angular_velocity_covariance, angular_velocity_variance_); 
147       helper::setDiagonalCovariance(msg->linear_acceleration_covariance, linear_acceleration_variance_); 
148  
149       imu_ros_pub_.publish(msg); 
150     } 
151   } 
152  
153   asctec_hl_comm::MotorSpeedPtr msg_motors (new asctec_hl_comm::MotorSpeed); 
154   msg_motors->header.stamp = ros::Time(data->timestamp * 1.0e-6); 
155   msg_motors->header.seq = seq; 
156   msg_motors->header.frame_id = frame_id_; 
157   for(int i = 0; i<6; ++i) 
158     msg_motors->motor_speed[i] = data->motors[i]; 
159  
160   motors_pub_.publish(msg_motors); 
161  
162   seq++; 
163 } 
164  
165 void HLInterface::processGpsData(uint8_t * buf, uint32_t bufLength) 
166 { 
167   HLI_GPS* data = (HLI_GPS*)buf; 
168   static int seq = 0; 
169   sensor_msgs::NavSatFixPtr gps_fix(new sensor_msgs::NavSatFix); 
170   asctec_hl_comm::GpsCustomPtr gps_custom(new asctec_hl_comm::GpsCustom); 
171  
172   gps_fix->header.stamp = ros::Time(((double)data->timestamp) * 1.0e-6); 
173   gps_fix->header.seq = seq; 
174   gps_fix->header.frame_id = frame_id_; 
175   gps_fix->latitude = static_cast<double> (data->latitude) * 1.0e-7; 
176   gps_fix->longitude = static_cast<double> (data->longitude) * 1.0e-7; 
177   gps_fix->altitude = static_cast<double> (data->height) * 1.0e-3; 
178  
179   // TODO: check covariance 
180   double var_h = static_cast<double> (data->horizontalAccuracy) * 1.0e-3 / 3.0; // accuracy, 3 sigma bound ??? 
181   double var_v = static_cast<double> (data->verticalAccuracy) * 1.0e-3 / 3.0; 
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182   var_h *= var_h; 
183   var_v *= var_v; 
184  
185   gps_fix->position_covariance[0] = var_h; 
186   gps_fix->position_covariance[4] = var_h; 
187   gps_fix->position_covariance[8] = var_v; 
188   gps_fix->position_covariance_type = sensor_msgs::NavSatFix::COVARIANCE_TYPE_APPROXIMATED; 
189  
190   gps_fix->status.service = sensor_msgs::NavSatStatus::SERVICE_GPS; 
191  
192   if (data->status & 0x01) 
193     gps_fix->status.status = sensor_msgs::NavSatStatus::STATUS_FIX; 
194   else 
195     gps_fix->status.status = sensor_msgs::NavSatStatus::STATUS_NO_FIX; 
196  
197   gps_custom->header = gps_fix->header; 
198   gps_custom->status = gps_fix->status; 
199   gps_custom->longitude = gps_fix->longitude; 
200   gps_custom->latitude = gps_fix->latitude; 
201   gps_custom->altitude = gps_fix->altitude; 
202   gps_custom->position_covariance = gps_fix->position_covariance; 
203   gps_custom->position_covariance_type = gps_fix->position_covariance_type; 
204  
205   gps_custom->velocity_x = static_cast<double> (data->speedX) * 1.0e-3; 
206   gps_custom->velocity_y = static_cast<double> (data->speedY) * 1.0e-3; 
207  
208   gps_custom->pressure_height = static_cast<double>(data->pressure_height) * 1.0e-3; 
209  
210   // TODO: check covariance 
211   double var_vel = static_cast<double> (data->speedAccuracy) * 1.0e-3 / 3.0; // accuracy, 3 sigma bound ??? 
212   var_vel *= var_vel; 
213   gps_custom->velocity_covariance[0] = gps_custom->velocity_covariance[3] = var_vel; 
214  
215   // copy this for the other status message 
216   gps_status_ = gps_fix->status.status; 
217   gps_satellites_used_ = data->numSatellites; 
218  
219   seq++; 
220   gps_pub_.publish(gps_fix); 
221   gps_custom_pub_.publish(gps_custom); 
222 } 
223  
224 void HLInterface::processRcData(uint8_t * buf, uint32_t bufLength) 
225 { 
226   HLI_RCDATA* data = (HLI_RCDATA*)buf; 
227   static int seq = 0; 
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228   asctec_hl_comm::mav_rcdataPtr msg(new asctec_hl_comm::mav_rcdata); 
229  
230   msg->header.stamp = ros::Time(data->timestamp * 1.0e-6); 
231   msg->header.frame_id = frame_id_; 
232   msg->header.seq = seq; 
233  
234   size_t n_channels = std::min(msg->channel.size(), size_t(HLI_NUMBER_RC_CHANNELS)); 
235  
236   for (size_t i = 0; i < n_channels; i++) 
237     msg->channel[i] = data->channel[i]; 
238  
239   seq++; 
240   rc_pub_.publish(msg); 
241 } 
242  
243 void HLInterface::processStatusData(uint8_t * buf, uint32_t bufLength) 
244 { 
245   HLI_STATUS* data = (HLI_STATUS*)buf; 
246   static int seq = 0; 
247   asctec_hl_comm::mav_statusPtr msg(new asctec_hl_comm::mav_status); 
248  
249   msg->header.stamp = ros::Time(data->timestamp * 1.0e-6); 
250   msg->header.frame_id = frame_id_; 
251   msg->header.seq = seq; 
252  
253   msg->battery_voltage = data->battery_voltage * 0.001; 
254   msg->flight_time = data->flight_time; 
255   msg->debug1 = data->debug1; 
256   msg->debug2 = data->debug2; 
257   msg->cpu_load = data->cpu_load; 
258  
259   switch (data->motors) 
260   { 
261     case -1: 
262       msg->motor_status = "off"; 
263       break; 
264     case 0: 
265       msg->motor_status = "stopping"; 
266       break; 
267     case 1: 
268       msg->motor_status = "starting"; 
269       break; 
270     case 2: 
271       msg->motor_status = "running"; 
272       break; 
273     default: 
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274       msg->motor_status = ""; 
275       break; 
276   } 
277  
278   if ((data->flight_mode & 0x0F) == HLI_FLIGHTMODE_ACC) 
279     msg->flight_mode_ll = "Acc"; 
280   else if ((data->flight_mode & 0x0F) == HLI_FLIGHTMODE_HEIGHT) 
281     msg->flight_mode_ll = "Height"; 
282   else if ((data->flight_mode & 0x0F) == HLI_FLIGHTMODE_GPS) 
283     msg->flight_mode_ll = "GPS"; 
284   else 
285     msg->flight_mode_ll = "unknown"; 
286  
287   msg->serial_interface_enabled = data->flight_mode & HLI_SERIALINTERFACE_ENABLED_BIT; 
288   msg->serial_interface_active = data->flight_mode & HLI_SERIALINTERFACE_ACTIVE_BIT; 
289  
290   switch (gps_status_) 
291   { 
292     case sensor_msgs::NavSatStatus::STATUS_NO_FIX: 
293       msg->gps_status = "GPS no fix"; 
294       break; 
295     case sensor_msgs::NavSatStatus::STATUS_FIX: 
296       msg->gps_status = "GPS fix"; 
297       break; 
298     case sensor_msgs::NavSatStatus::STATUS_SBAS_FIX: 
299       msg->gps_status = "SBAS fix"; 
300       break; 
301     case sensor_msgs::NavSatStatus::STATUS_GBAS_FIX: 
302       msg->gps_status = "GBAS fix"; 
303       break; 
304     default: 
305       msg->gps_status = ""; 
306       break; 
307   } 
308  
309   msg->gps_num_satellites = gps_satellites_used_; 
310  
311   msg->have_SSDK_parameters = data->have_SSDK_parameters == 1; 
312  
313   switch (data->state_estimation) 
314   { 
315     case HLI_MODE_STATE_ESTIMATION_EXT: 
316       msg->state_estimation = asctec_hl_interface::HLInterface_STATE_EST_EXTERN; 
317       break; 
318     case HLI_MODE_STATE_ESTIMATION_HL_EKF: 
319       msg->state_estimation = asctec_hl_interface::HLInterface_STATE_EST_HIGHLEVEL_EKF; 
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320       break; 
321     case HLI_MODE_STATE_ESTIMATION_HL_SSDK: 
322       msg->state_estimation = asctec_hl_interface::HLInterface_STATE_EST_HIGHLEVEL_SSDK; 
323       break; 
324     case HLI_MODE_STATE_ESTIMATION_OFF: 
325       msg->state_estimation = asctec_hl_interface::HLInterface_STATE_EST_OFF; 
326       break; 
327     default: 
328       msg->state_estimation = "unknown"; 
329       break; 
330   } 
331  
332   switch (data->position_control) 
333   { 
334     case HLI_MODE_POSCTRL_HL: 
335       msg->position_control = asctec_hl_interface::HLInterface_POSCTRL_HIGHLEVEL; 
336       break; 
337     case HLI_MODE_POSCTRL_LL: 
338       msg->position_control = asctec_hl_interface::HLInterface_POSCTRL_GPS; 
339       break; 
340     case HLI_MODE_POSCTRL_OFF: 
341       msg->position_control = asctec_hl_interface::HLInterface_POSCTRL_OFF; 
342       break; 
343     default: 
344       msg->position_control = "unknown"; 
345       break; 
346   } 
347  
348   msg->rx_packets = comm_->getRxPackets(); 
349   msg->rx_packets_good = comm_->getRxPacketsGood(); 
350   msg->tx_packets = data->rx_packets; 
351   msg->tx_packets_good = data->rx_packets_good; 
352  
353   msg->timesync_offset = (float)data->timesync_offset * 1e-6; 
354  
355   seq++; 
356   status_ = *msg; 
357   status_pub_.publish(msg); 
358  
359   diag_updater_.update(); 
360 } 
361  
362  
363 void HLInterface::diagnostic(diagnostic_updater::DiagnosticStatusWrapper & stat) 
364 { 
365   unsigned char summary_level = diagnostic_msgs::DiagnosticStatus::OK; 
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366   std::string summary_message = "OK"; 
367  
368   // TODO: are these thresholds ok? 
369  
370   if (status_.battery_voltage < (config_.battery_warning - 0.5)) 
371   { 
372     summary_level = diagnostic_msgs::DiagnosticStatus::ERROR; 
373     summary_message = "battery voltage critical - land now !!!"; 
374     ROS_ERROR_STREAM_THROTTLE(1, "" << summary_message << ": " << status_.battery_voltage << " V"); 
375   } 
376   else if (status_.battery_voltage < config_.battery_warning) 
377   { 
378     summary_level = diagnostic_msgs::DiagnosticStatus::WARN; 
379     summary_message = "battery voltage low"; 
380     ROS_WARN_STREAM_THROTTLE(1, "" << summary_message << ": " << status_.battery_voltage << " V"); 
381   } 
382  
383   stat.summary(summary_level, summary_message); 
384   stat.add("Battery voltage [V]", status_.battery_voltage); 
385   stat.add("Flight time [s]", status_.flight_time); 
386   stat.add("HLP cpu load [%]", status_.cpu_load); 
387   stat.add("Position control mode", status_.position_control); 
388   stat.add("State estimation mode", status_.state_estimation); 
389   stat.add("GPS status", status_.gps_status); 
390   stat.add("GPS # satellites", status_.gps_num_satellites); 
391   stat.add("Flight mode LLP", status_.flight_mode_ll); 
392   stat.add("Motor status", status_.motor_status); 
393   stat.add("Successful TX packets [%]", (float)status_.tx_packets_good/(float)status_.tx_packets*100.0); 
394   stat.add("Successful RX packets [%]", (float)status_.rx_packets_good/(float)status_.rx_packets*100.0); 
395   stat.add("Serial interface enabled", static_cast<bool>(status_.serial_interface_enabled)); 
396   stat.add("Serial interface active", static_cast<bool>(status_.serial_interface_active)); 
397   stat.add("Have SSDK parameters", static_cast<bool>(status_.have_SSDK_parameters)); 
398   stat.add("Timesync offset [ms]", status_.timesync_offset*1000.0); 
399   stat.add("Debug 1", status_.debug1); 
400   stat.add("Debug 2", status_.debug2); 
401 } 
402  
403 void HLInterface::processTimeSyncData(uint8_t * buf, uint32_t bufLength) 
404 { 
405   HLI_TIMESYNC data = *(HLI_TIMESYNC*)buf; 
406  
407   data.ts1 = (uint64_t)(ros::Time::now().toSec() * 1.0e6); 
408  
409   comm_->sendPacket(HLI_PACKET_ID_TIMESYNC, data); 
410  
411   // warn if imu time is too far away from pc time. At low baudrates, the IMU will take longer to sync. 
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412 
  ROS_WARN_STREAM_COND(std::abs(status_.timesync_offset) > 0.002, "imu time is off by "<<status_.timesync_offset * 
1e3 <<" ms"); 
413 } 
414  
415 void HLInterface::processMagData(uint8_t * buf, uint32_t bufLength) 
416 { 
417   HLI_MAG* data = (HLI_MAG*)buf; 
418   static int seq = 0; 
419   geometry_msgs::Vector3StampedPtr msg(new geometry_msgs::Vector3Stamped); 
420  
421   msg->header.stamp = ros::Time(data->timestamp * 1.0e-6); 
422   msg->header.frame_id = frame_id_; 
423   msg->header.seq = seq; 
424  
425   msg->vector.x = data->x; 
426   msg->vector.y = data->y; 
427   msg->vector.z = data->z; 
428  
429   seq++; 
430   mag_pub_.publish(msg); 
431 } 
432  
433 bool HLInterface::cbMotors(asctec_hl_comm::mav_ctrl_motors::Request &req, 
434                            asctec_hl_comm::mav_ctrl_motors::Response &resp) 
435 { 
436   HLI_MOTORS data; 
437  
438   if (req.startMotors) 
439   { 
440     data.motors = 1; 
441     ROS_INFO("request to start motors"); 
442   } 
443   else 
444   { 
445     data.motors = 0; 
446     ROS_INFO("request to stop motors"); 
447   } 
448  
449   // make sure packet arrives 
450   bool success = false; 
451   for (int i = 0; i < 5; i++) 
452   { 
453     success = comm_->sendPacketAck(HLI_PACKET_ID_MOTORS, data, 0.5); 
454     if (success) 
455       break; 
456   } 
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457  
458   if(!success) 
459   { 
460     ROS_WARN("unable to send motor on/off command"); 
461     resp.motorsRunning = status_.motor_status == "running"; 
462     return false; 
463   } 
464  
465   ros::Duration d(0.1); 
466   for (int i = 0; i < 10; i++) 
467   { 
468     if (req.startMotors && status_.motor_status == "running") 
469     { 
470       resp.motorsRunning = true; 
471       return true; 
472     } 
473     else if (!req.startMotors && status_.motor_status == "off") 
474     { 
475       resp.motorsRunning = false; 
476       return true; 
477     } 
478     d.sleep(); 
479   } 
480  
481   ROS_WARN("switching motors %s timed out", req.startMotors?"on":"off"); 
482   return false; 
483 } 
484  
485 void HLInterface::controlCmdCallback(const asctec_hl_comm::mav_ctrlConstPtr & msg) 
486 { 
487   sendControlCmd(*msg); 
488 } 
489  
490 bool HLInterface::cbCtrl(asctec_hl_comm::MavCtrlSrv::Request & req, asctec_hl_comm::MavCtrlSrv::Response & resp) 
491 { 
492   sendControlCmd(req.ctrl, &resp.ctrl_result); 
493   return resp.ctrl_result.type != -1; 
494 } 
495  
496 void HLInterface::sendControlCmd(const asctec_hl_comm::mav_ctrl & ctrl, asctec_hl_comm::mav_ctrl * ctrl_result) 
497 { 
498   bool validCommand = false; 
499  
500   if (ctrl.type == asctec_hl_comm::mav_ctrl::directMotorControl) 
501   { 
502     if (config_.position_control == asctec_hl_interface::HLInterface_POSCTRL_OFF) 
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503     { 
504       sendDMCCommandLL(ctrl, ctrl_result); 
505       validCommand = true; 
506     } 
507     else 
508     { 
509       ROS_WARN_STREAM_THROTTLE(2, 
510           "GPS/Highlevel position control must be turned off. " 
511           "Set \"position_control\" parameter to \"off\""); 
512       if(ctrl_result != NULL) 
513         ctrl_result->type = -1; 
514     } 
515   } 
516  
517   else if (ctrl.type == asctec_hl_comm::mav_ctrl::acceleration) 
518   { 
519     if (config_.position_control == asctec_hl_interface::HLInterface_POSCTRL_OFF) 
520     { 
521       sendAccCommandLL(ctrl, ctrl_result); 
522       validCommand = true; 
523     } 
524     else 
525     { 
526       ROS_WARN_STREAM_THROTTLE(2, 
527           "GPS/Highlevel position control must be turned off. " 
528           "Set \"position_control\" parameter to \"off\""); 
529       if(ctrl_result != NULL) 
530         ctrl_result->type = -1; 
531     } 
532   } 
533  
534   else if (ctrl.type == asctec_hl_comm::mav_ctrl::velocity_body) 
535   { 
536     if (config_.position_control == asctec_hl_interface::HLInterface_POSCTRL_GPS) 
537     { 
538       sendVelCommandLL(ctrl, ctrl_result); 
539       validCommand = true; 
540     } 
541     else if (config_.position_control == asctec_hl_interface::HLInterface_POSCTRL_HIGHLEVEL) 
542     { 
543       sendVelCommandHL(ctrl, ctrl_result); 
544       validCommand = true; 
545     } 
546     else 
547     { 
548       ROS_WARN_STREAM_THROTTLE(2, 
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549           "Higlevel or Lowlevel processor position control has not " 
550           "been chosen. Set \"position_control\" parameter to " 
551           "\"HighLevel\" or \"GPS\" ! sending nothing to mav !"); 
552       if(ctrl_result != NULL) 
553         ctrl_result->type = -1; 
554     } 
555   } 
556   else if (ctrl.type == asctec_hl_comm::mav_ctrl::velocity) 
557     { 
558       if (config_.position_control == asctec_hl_interface::HLInterface_POSCTRL_HIGHLEVEL) 
559       { 
560         sendVelCommandHL(ctrl, ctrl_result); 
561         validCommand = true; 
562       } 
563       else 
564       { 
565         ROS_WARN_STREAM_THROTTLE(2, 
566             "Higlevel or Lowlevel processor position control has not " 
567             "been chosen. Set \"position_control\" parameter to " 
568             "\"HighLevel\" ! sending nothing to mav !"); 
569         if(ctrl_result != NULL) 
570           ctrl_result->type = -1; 
571       } 
572     } 
573   else if (ctrl.type == asctec_hl_comm::mav_ctrl::position || ctrl.type == asctec_hl_comm::mav_ctrl::position_body) 
574   { 
575     // allow to "inherit" max velocity from parameters 
576     asctec_hl_comm::mav_ctrl ctrl_msg = ctrl; 
577     if(ctrl_msg.v_max_xy == -1) 
578       ctrl_msg.v_max_xy = config_.max_velocity_xy; 
579  
580     if(ctrl_msg.v_max_z == -1) 
581       ctrl_msg.v_max_z = config_.max_velocity_z; 
582  
583     if (config_.position_control == asctec_hl_interface::HLInterface_POSCTRL_HIGHLEVEL && 
584         config_.state_estimation != asctec_hl_interface::HLInterface_STATE_EST_OFF) 
585     { 
586       sendPosCommandHL(ctrl_msg, ctrl_result); 
587       validCommand = true; 
588     } 
589     else 
590     { 
591       ROS_WARN_STREAM_THROTTLE(2, 
592           "Higlevel processor position control was not chosen and/or no state " 
593           "estimation was selected. Set the \"position_control\" parameter to " 
594           "\"HighLevel\" and the \"state_estimation\" parameter to anything but \"off\"! sending nothing to mav !"); 
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595       if(ctrl_result != NULL) 
596         ctrl_result->type = -1; 
597     } 
598   } 
599  
600   // was the controlmode specified properly? 
601   if (!validCommand) 
602   { 
603     ROS_WARN_STREAM_THROTTLE(2,"Control type was not specified ... not sending anything to the mav"); 
604   } 
605 } 
606  
607 void HLInterface::sendDMCCommandLL(const asctec_hl_comm::mav_ctrl & msg, asctec_hl_comm::mav_ctrl * ctrl_result) 
608 { 
609   HLI_CMD_LL ctrlLL; 
610  
611   // spin-directions positive according to right hand rule around axis 
612   ctrlLL.x = helper::clamp<short>(0, 200, (short)(msg.x)); //  
613   ctrlLL.y = helper::clamp<short>(0, 200, (short)(msg.y)); //  
614  
615   // cmd=real_anglular_velocity*1000/k_stick_yaw, 
616   // cmd is limited to +- 1700 such that it's not possible to switch the motors with a bad command 
617   ctrlLL.yaw = helper::clamp<short>(0, 200, (short)(msg.yaw)); 
618  
619   // catch wrong thrust command ;-) 
620   if (msg.z > 200) 
621   { 
622     ROS_ERROR( 
623         "I just prevented you from giving full thrust..." 
624         "\nset the input range correct!!! [0 ... 200] "); 
625  
626     if(ctrl_result != NULL) 
627       ctrl_result->type = -1; 
628  
629     return; 
630   } 
631   else 
632   { 
633     ctrlLL.z = helper::clamp<short>(1, 200, (short)(msg.z)); 
634   } 
635  
636   if(ctrl_result != NULL) 
637   { 
638     *ctrl_result = msg; 
639     ctrl_result->x = static_cast<float>(100);//static_cast<float>(ctrlLL.x * k_stick_) / 180.0 * M_PI * 1e-3; 
640     ctrl_result->y = static_cast<float>(100);//static_cast<float>(ctrlLL.y * k_stick_) / 180.0 * M_PI * 1e-3; 
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641     ctrl_result->z = static_cast<float>(0);//static_cast<float>(ctrlLL.z) / 4096.0; 
642     ctrl_result->yaw = static_cast<float>(100);//static_cast<float>(ctrlLL.yaw * k_stick_yaw_) / 180.0 * M_PI * 1e-3; 
643   } 
644  
645 
//  ROS_INFO_STREAM("sending command: x:"<<ctrlLL.x<<" y:"<<ctrlLL.y<<" yaw:"<<ctrlLL.yaw<<" z:"<<ctrlLL.z<<" 
ctrl:"<<enable_ctrl_); 
646   comm_->sendPacket(HLI_PACKET_ID_CONTROL_LL, ctrlLL); 
647 } 
648  
649 void HLInterface::sendAccCommandLL(const asctec_hl_comm::mav_ctrl & msg, asctec_hl_comm::mav_ctrl * ctrl_result) 
650 { 
651   HLI_CMD_LL ctrlLL; 
652  
653   // spin-directions positive according to right hand rule around axis 
654 
  ctrlLL.x = helper::clamp<short>(-2047, 2047, (short)(msg.x * 180.0 / M_PI * 1000.0 / (float)k_stick_)); // 
cmd=real_angle*1000/K_stick 
655   ctrlLL.y = helper::clamp<short>(-2047, 2047, (short)(msg.y * 180.0 / M_PI * 1000.0 / (float)k_stick_)); // dito 
656  
657   // cmd=real_anglular_velocity*1000/k_stick_yaw, 
658   // cmd is limited to +- 1700 such that it's not possible to switch the motors with a bad command 
659   ctrlLL.yaw = helper::clamp<short>(-1700, 1700, (short)(msg.yaw * 180.0 / M_PI * 1000.0 / (float)k_stick_yaw_)); 
660  
661   // catch wrong thrust command ;-) 
662   if (msg.z > 1.0) 
663   { 
664     ROS_ERROR( 
665         "I just prevented you from giving full thrust..." 
666         "\nset the input range correct!!! [0 ... 1.0] "); 
667  
668     if(ctrl_result != NULL) 
669       ctrl_result->type = -1; 
670  
671     return; 
672   } 
673   else 
674   { 
675     ctrlLL.z = helper::clamp<short>(0, 4096, (short)(msg.z * 4096.0)); 
676   } 
677  
678   if(ctrl_result != NULL) 
679   { 
680     *ctrl_result = msg; 
681     ctrl_result->x = static_cast<float>(ctrlLL.x * k_stick_) / 180.0 * M_PI * 1e-3; 
682     ctrl_result->y = static_cast<float>(ctrlLL.y * k_stick_) / 180.0 * M_PI * 1e-3; 
683     ctrl_result->z = static_cast<float>(ctrlLL.z) / 4096.0; 
684     ctrl_result->yaw = static_cast<float>(ctrlLL.yaw * k_stick_yaw_) / 180.0 * M_PI * 1e-3; 
685   } 
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686  
687 
//  ROS_INFO_STREAM("sending command: x:"<<ctrlLL.x<<" y:"<<ctrlLL.y<<" yaw:"<<ctrlLL.yaw<<" z:"<<ctrlLL.z<<" 
ctrl:"<<enable_ctrl_); 
688   comm_->sendPacket(HLI_PACKET_ID_CONTROL_LL, ctrlLL); 
689 } 
690  
691 void HLInterface::sendVelCommandLL(const asctec_hl_comm::mav_ctrl & msg, asctec_hl_comm::mav_ctrl * ctrl_result) 
692 { 
693   HLI_CMD_LL ctrlLL; 
694  
695   ctrlLL.x = helper::clamp<short>(-2047, 2047, (short)(msg.x / config_.max_velocity_xy * 2047.0)); 
696   ctrlLL.y = helper::clamp<short>(-2047, 2047, (short)(msg.y / config_.max_velocity_xy * 2047.0)); 
697   ctrlLL.yaw = helper::clamp<short>(-2047, 2047, (short)(msg.yaw / config_.max_velocity_yaw* 2047.0)); 
698 
  ctrlLL.z = helper::clamp<short>(-2047, 2047, (short)(msg.z / config_.max_velocity_z * 2047.0)) + 2047; // "zero" is still 
2047! 
699  
700   if (ctrl_result != NULL) 
701   { 
702     *ctrl_result = msg; 
703     ctrl_result->x = static_cast<float> (ctrlLL.x) / 2047.0 * config_.max_velocity_xy; 
704     ctrl_result->y = static_cast<float> (ctrlLL.y) / 2047.0 * config_.max_velocity_xy; 
705     ctrl_result->z = static_cast<float> (ctrlLL.z - 2047) / 2047.0 * config_.max_velocity_z; 
706     ctrl_result->yaw = static_cast<float> (ctrlLL.yaw) / 2047.0 * config_.max_velocity_yaw; 
707   } 
708  
709 
//  ROS_INFO_STREAM("sending command: x:"<<ctrlLL.x<<" y:"<<ctrlLL.y<<" yaw:"<<ctrlLL.yaw<<" z:"<<ctrlLL.z<<" 
ctrl:"<<enable_ctrl_); 
710   comm_->sendPacket(HLI_PACKET_ID_CONTROL_LL, ctrlLL); 
711 } 
712  
713 void HLInterface::sendVelCommandHL(const asctec_hl_comm::mav_ctrl & msg, asctec_hl_comm::mav_ctrl * ctrl_result) 
714 { 
715   HLI_CMD_HL ctrlHL; 
716  
717   ctrlHL.vX = (short)(helper::clamp<float>(-config_.max_velocity_xy, config_.max_velocity_xy, msg.x) * 1000.0); 
718   ctrlHL.vY = (short)(helper::clamp<float>(-config_.max_velocity_xy, config_.max_velocity_xy, msg.y) * 1000.0); 
719   ctrlHL.vZ = (short)(helper::clamp<float>(-config_.max_velocity_z, config_.max_velocity_z, msg.z) * 1000.0); 
720 
  ctrlHL.vYaw = (short)(helper::clamp<float>(-config_.max_velocity_yaw, config_.max_velocity_yaw, msg.yaw) * 180.0 / 
M_PI * 1000.0); 
721  
722   ctrlHL.x = 0; 
723   ctrlHL.y = 0; 
724   ctrlHL.z = 0; 
725   ctrlHL.heading = 0; 
726  
727   ctrlHL.bitfield = 1; 
728   if(msg.type == asctec_hl_comm::mav_ctrl::velocity_body) 
729     ctrlHL.bitfield |= EXT_POSITION_CMD_BODYFIXED; 
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730  
731   if (ctrl_result != NULL) 
732   { 
733     *ctrl_result = msg; 
734     ctrl_result->x = static_cast<float> (ctrlHL.vX) * 1e-3; 
735     ctrl_result->y = static_cast<float> (ctrlHL.vY) * 1e-3; 
736     ctrl_result->z = static_cast<float> (ctrlHL.vZ) * 1e-3; 
737     ctrl_result->yaw = static_cast<float> (ctrlHL.vYaw) / 180.0e3 * M_PI; 
738   } 
739  
740   comm_->sendPacket(HLI_PACKET_ID_CONTROL_HL, ctrlHL); 
741 } 
742 void HLInterface::sendPosCommandHL(const asctec_hl_comm::mav_ctrl & msg, asctec_hl_comm::mav_ctrl * ctrl_result) 
743 { 
744   HLI_CMD_HL ctrlHL; 
745   static unsigned int seq = 1; // <-- set to one, otherwise first packet doesn't get through 
746  
747   if (std::abs(msg.yaw) > M_PI) 
748   { 
749     ROS_WARN("yaw has to be in [-pi ... pi], got %f instead", msg.yaw); 
750     if (ctrl_result != NULL) 
751       ctrl_result->type = -1; 
752     return; 
753   } 
754  
755   ctrlHL.seq = seq; 
756   ctrlHL.vX = 0; 
757   ctrlHL.vX = 0; 
758   ctrlHL.vZ = 0; 
759   // 
760  
761   ctrlHL.x = static_cast<int>(helper::clamp<float>(config_.min_pos_x, config_.max_pos_x, msg.x) * 1000.0); 
762   ctrlHL.y = static_cast<int>(helper::clamp<float>(config_.min_pos_y, config_.max_pos_y, msg.y) * 1000.0); 
763   ctrlHL.z = static_cast<int>(helper::clamp<float>(config_.min_pos_z, config_.max_pos_z, msg.z) * 1000.0); 
764   // asctec uses 0...360° * 1000, we -pi...+pi 
765   ctrlHL.heading = helper::yaw2asctec(msg.yaw); 
766  
767   ctrlHL.vMaxXY = static_cast<short>(std::min<float>(config_.max_velocity_xy, msg.v_max_xy)*1000); 
768   ctrlHL.vMaxZ = static_cast<short>(std::min<float>(config_.max_velocity_z, msg.v_max_z)*1000); 
769  
770   ctrlHL.bitfield = 0; 
771  
772   if(msg.type == asctec_hl_comm::mav_ctrl::position_body) 
773     ctrlHL.bitfield |= EXT_POSITION_CMD_BODYFIXED; 
774  
775   if (ctrl_result != NULL) 
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776   { 
777     *ctrl_result = msg; 
778     ctrl_result->x = static_cast<float> (ctrlHL.x) * 1e-3; 
779     ctrl_result->y = static_cast<float> (ctrlHL.y) * 1e-3; 
780     ctrl_result->z = static_cast<float> (ctrlHL.z) * 1e-3; 
781     ctrl_result->yaw = static_cast<float> (ctrlHL.heading) / 180.0e3 * M_PI; 
782     if (ctrl_result->yaw > M_PI) 
783         ctrl_result->yaw -= 2 * M_PI; 
784   } 
785  
786   comm_->sendPacket(HLI_PACKET_ID_CONTROL_HL, ctrlHL); 
787   seq++; 
788 } 
789  
790 void HLInterface::cbConfig(asctec_hl_interface::HLInterfaceConfig & config, uint32_t level) 
791 { 
792  
793   if (level & asctec_hl_interface::HLInterface_HLI_CONFIG) 
794   { 
795     /** bits for the control byte: 
796      * bit 0: pitch control enabled 
797      * bit 1: roll control enabled 
798      * bit 2: yaw control enabled 
799      * bit 3: thrust control enabled 
800      * bit 4: Height control enabled 
801      * bit 5: GPS position control enabled 
802      */ 
803  
804     enable_ctrl_ = 0; 
805     if (config.enable_x) 
806       enable_ctrl_ |= 1; 
807     if (config.enable_y) 
808       enable_ctrl_ |= 1 << 1; 
809     if (config.enable_yaw) 
810       enable_ctrl_ |= 1 << 2; 
811     if (config.enable_z) 
812       enable_ctrl_ |= 1 << 3; 
813     if (config.position_control == asctec_hl_interface::HLInterface_POSCTRL_GPS) 
814     { 
815       enable_ctrl_ |= 1 << 4; 
816       enable_ctrl_ |= 1 << 5; 
817     } 
818  
819     HLI_CONFIG cfg; 
820     cfg.position_control_axis_enable = enable_ctrl_; 
821  
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822     if (config.position_control == asctec_hl_interface::HLInterface_POSCTRL_HIGHLEVEL) 
823       cfg.mode_position_control = HLI_MODE_POSCTRL_HL; 
824     else if (config.position_control == asctec_hl_interface::HLInterface_POSCTRL_GPS) 
825       cfg.mode_position_control = HLI_MODE_POSCTRL_LL; 
826     else 
827       cfg.mode_position_control = HLI_MODE_POSCTRL_OFF; 
828  
829     if (config.state_estimation == asctec_hl_interface::HLInterface_STATE_EST_EXTERN) 
830       cfg.mode_state_estimation = HLI_MODE_STATE_ESTIMATION_EXT; 
831     else if (config.state_estimation == asctec_hl_interface::HLInterface_STATE_EST_HIGHLEVEL_SSDK) 
832       cfg.mode_state_estimation = HLI_MODE_STATE_ESTIMATION_HL_SSDK; 
833     else if (config.state_estimation == asctec_hl_interface::HLInterface_STATE_EST_HIGHLEVEL_EKF) 
834       cfg.mode_state_estimation = HLI_MODE_STATE_ESTIMATION_HL_EKF; 
835     else 
836       cfg.mode_state_estimation = HLI_MODE_STATE_ESTIMATION_OFF; 
837  
838     cfg.battery_warning_voltage = static_cast<uint16_t>(config.battery_warning * 1000); // convert to mV 
839  
840     if(!comm_->sendPacketAck(HLI_PACKET_ID_CONFIG, cfg)){ 
841       config.enable_x = config_.enable_x; 
842       config.enable_y = config_.enable_y; 
843       config.enable_z = config_.enable_z; 
844       config.enable_yaw = config_.enable_yaw; 
845       config.position_control = config_.position_control; 
846       config.state_estimation = config_.state_estimation; 
847       config.battery_warning = config_.battery_warning; 
848     } 
849   } 
850  
851   if (level & asctec_hl_interface::HLInterface_PACKET_RATE) 
852   { 
853     HLI_SUBSCRIPTION ps; 
854     ps.imu = helper::rateToPeriod(config.packet_rate_imu); 
855     ps.rcdata = helper::rateToPeriod(config.packet_rate_rc); 
856     ps.gps = helper::rateToPeriod(config.packet_rate_gps); 
857     ps.ssdk_debug = helper::rateToPeriod(config.packet_rate_ssdk_debug); 
858     ps.ekf_state = helper::rateToPeriod(config.packet_rate_ekf_state); 
859     ps.mag = helper::rateToPeriod(config.packet_rate_mag); 
860  
861     diag_imu_freq_min_ = 0.95 * config.packet_rate_imu; 
862     diag_imu_freq_max_ = 1.05 * config.packet_rate_imu; 
863  
864     if(!comm_->sendPacketAck(HLI_PACKET_ID_SUBSCRIPTION, ps)){ 
865       config.packet_rate_imu = config_.packet_rate_imu; 
866       config.packet_rate_rc = config_.packet_rate_rc; 
867       config.packet_rate_gps = config_.packet_rate_gps; 
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868       config.packet_rate_ssdk_debug = config_.packet_rate_ssdk_debug; 
869       config.packet_rate_ekf_state = config_.packet_rate_ekf_state; 
870       config.packet_rate_mag = config_.packet_rate_mag; 
871     } 
872   } 
873  
874   config_ = config; 
875 } 
 
Control_test.cpp 
Control_test.cpp – asctec_hl_interface 
1 /* 
2  
3 Copyright (c) 2011, Markus Achtelik, ASL, ETH Zurich, Switzerland 
4 You can contact the author at <markus dot achtelik at mavt dot ethz dot ch> 
5  
6 All rights reserved. 
7  
8 Redistribution and use in source and binary forms, with or without 
9 modification, are permitted provided that the following conditions are met: 
10 * Redistributions of source code must retain the above copyright 
11 notice, this list of conditions and the following disclaimer. 
12 * Redistributions in binary form must reproduce the above copyright 
13 notice, this list of conditions and the following disclaimer in the 
14 documentation and/or other materials provided with the distribution. 
15 * Neither the name of ETHZ-ASL nor the 
16 names of its contributors may be used to endorse or promote products 
17 derived from this software without specific prior written permission. 
18  
19 THIS SOFTWARE IS PROVIDED BY THE COPYRIGHT HOLDERS AND CONTRIBUTORS "AS IS" AND 
20 ANY EXPRESS OR IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, THE IMPLIED 
21 WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE ARE 
22 DISCLAIMED. IN NO EVENT SHALL ETHZ-ASL BE LIABLE FOR ANY 
23 DIRECT, INDIRECT, INCIDENTAL, SPECIAL, EXEMPLARY, OR CONSEQUENTIAL DAMAGES 
24 (INCLUDING, BUT NOT LIMITED TO, PROCUREMENT OF SUBSTITUTE GOODS OR SERVICES; 
25 LOSS OF USE, DATA, OR PROFITS; OR BUSINESS INTERRUPTION) HOWEVER CAUSED AND 
26 ON ANY THEORY OF LIABILITY, WHETHER IN CONTRACT, STRICT LIABILITY, OR TORT 
27 (INCLUDING NEGLIGENCE OR OTHERWISE) ARISING IN ANY WAY OUT OF THE USE OF THIS 
28 SOFTWARE, EVEN IF ADVISED OF THE POSSIBILITY OF SUCH DAMAGE. 
29  
30 */ 
31  
32 #include <string.h> 
33 #include <stdio.h> 
34 #include <math.h> 
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35  
36 #include <ros/ros.h> 
37 #include <asctec_hl_comm/mav_ctrl.h> 
38 #include <asctec_hl_comm/mav_ctrl_motors.h> 
39  
40 void usage() 
41 { 
42   std::string text("usage: \n\n"); 
43   text = "ctrl_test motors [0 | 1]\n"; 
44   text += "ctrl_test ctrl [acc | vel | pos | vel_b | pos_b] x y z yaw\n"; 
45   text += "position / velocity in [m] / [m/s] and yaw in [deg] / [deg/s] (-180 ... 180)\n"; 
46   std::cout << text << std::endl; 
47 } 
48  
49 int main(int argc, char ** argv) 
50 { 
51  
52   ros::init(argc, argv, "interfacetest"); 
53   ros::NodeHandle nh; 
54  
55   ros::Publisher pub; 
56  
57   if (argc == 1) 
58   { 
59     ROS_ERROR("Wrong number of arguments!!!"); 
60     usage(); 
61     return -1; 
62   } 
63  
64   std::string command = std::string(argv[1]); 
65  
66   if (command == "motors") 
67   { 
68     if (argc != 3) 
69     { 
70       ROS_ERROR("Wrong number of arguments!!!"); 
71       usage(); 
72       return -1; 
73     } 
74  
75     asctec_hl_comm::mav_ctrl_motors::Request req; 
76     asctec_hl_comm::mav_ctrl_motors::Response res; 
77     req.startMotors = atoi(argv[2]); 
78     ros::service::call("fcu/motor_control", req, res); 
79     std::cout << "motors running: " << (int)res.motorsRunning << std::endl; 
80   } 
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81   else if (command == "ctrl") 
82   { 
83     if (argc != 7) 
84     { 
85       ROS_ERROR("Wrong number of arguments!"); 
86       usage(); 
87       return -1; 
88     } 
89     asctec_hl_comm::mav_ctrl msg; 
90     msg.x = atof(argv[3]); 
91     msg.y = atof(argv[4]); 
92     msg.z = atof(argv[5]); 
93     msg.yaw = atof(argv[6]) * M_PI / 180.0; 
94     msg.v_max_xy = -1; // use max velocity from config 
95     msg.v_max_z = -1; 
96  
97     std::string type(argv[2]); 
98     if (type == "acc") 
99       msg.type = asctec_hl_comm::mav_ctrl::acceleration; 
100     else if (type == "vel") 
101       msg.type = asctec_hl_comm::mav_ctrl::velocity; 
102     else if (type == "pos") 
103       msg.type = asctec_hl_comm::mav_ctrl::position; 
104     else if (type == "vel_b") 
105       msg.type = asctec_hl_comm::mav_ctrl::velocity_body; 
106     else if (type == "pos_b") 
107       msg.type = asctec_hl_comm::mav_ctrl::position_body; 
108     else 
109     { 
110       ROS_ERROR("Command type not recognized"); 
111       usage(); 
112       return -1; 
113     } 
114  
115     pub = nh.advertise<asctec_hl_comm::mav_ctrl> ("fcu/control", 1); 
116     ros::Rate r(15); // ~15 Hz 
117  
118     for (int i = 0; i < 15; i++) 
119     { 
120       pub.publish(msg); 
121       if (!ros::ok()) 
122         return 0; 
123       r.sleep(); 
124     } 
125  
126     // reset 
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127     if (type != "pos" && type != "pos_b") 
128     { 
129       msg.x = 0; 
130       msg.y = 0; 
131       msg.z = 0; 
132       msg.yaw = 0; 
133     } 
134  
135     for(int i=0; i<5; i++){ 
136       pub.publish(msg); 
137       r.sleep(); 
138     } 
139  
140     ros::spinOnce(); 
141   } 
142  
143   return 0; 
144 } 
 
Clase quadRotor 
quadProperties.hpp – asctec_hl_interface 
1 /* 
2 %########################################################################## 
3 % AUTOR: ADRIÁN RUIZ ROYO - MUESAEI 
4 % VERSION: 1.3 - QUADROTOR PROPERTIES CLASS 
5 % FECHA VERSION: 13/04/2018 
6 % CAMBIOS:  
7 %   · SE HA CORREGIDO TOPICO RADIO CONTROL 
8 %   · SE HA IMPLEMENTADO SATURACIÓN A LA VARIABLE MAPEADA 
9 % 
10 %########################################################################## 
11 */ 
12  
13 #ifndef QUADPROPERTIES_HPP_INCLUDED 
14 #define QUADPROPERTIES_HPP_INCLUDED 
15  
16 #include <iostream> 
17 #include <string> 
18 #include <math.h> 
19 #include <geometry_msgs/PoseStamped.h>  // Msg topic /fcu/current_pose 
20 #include <sensor_msgs/Imu.h> // Msg topic /fcu/imu 
21 #include <asctec_hl_comm/mav_rcdata.h> // Msg topic /fcu/rcdata 
22  
23 class quadRotor 
24 { 
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25     private: 
26         // STATES = [P,Q,R,Phi,Theta,Psi,U,V,W,X,Y,Z] 
27  
28         // ANGULAR VELOCITY 
29         double _P, _Q, _R; 
30         // EULER ANGLE 
31         double _Phi, _Theta, _Psi; 
32         // BODY LINEAR VELOCITY 
33         double _U, _V, _W; 
34         // WORLD POSITION NED (NORTH - EAST - DOWN) 
35         double _X, _Y, _Z; 
36         // EQUILIBRIUM POINT; 
37         double _eqPoint; 
38         // RADIO CONTROL HUMMINGBIRD rc channel[8] 
39         int _rcRoll; // [0] 
40         int _rcPitch; //[1] 
41         int _rcYaw; // [2] 
42         int _rcThrust; // [3] 
43         int _rcSerie; //[4] 
44  
45     public: 
46         // CONSTRUCTOR 
47         //quadRotor(double statesVector[12], double eqPoint); 
48         quadRotor(double eqPoint); 
49         // DESTRUCTOR 
50         ~quadRotor(); 
51         // SHOW STATS 
52         void showStats(); 
53         // GETTER 
54         double geteqPoint(); 
55         double getP();  //P 
56         double getQ();  //Q 
57         double getR(); //R 
58         double getPhi();        //Phi 
59         double getTheta();      //Theta 
60         double getPsi();        //Psi 
61         double getU();          //U 
62         double getV();          //V 
63         double getW();          //W 
64         double getX();          //X 
65         double getY();          //Y 
66         double getZ();          //Z 
67  
68         int getrcRoll(); // Roll radio controller 
69         int getrcPitch(); // Pitch radio controller 
70         int getrcYaw(); // Yaw radio controller 
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71         int getrcThrust(); // Thrust radio controller 
72         int getrcSerie(); // Switch serie radio controller 
73  
74         // QUATERNIONS TO EULER ANGLES 
75         void toEulerAngles(double qw, double qx, double qy, double qz); 
76         // ROTATIONS 
77         void toWorldFrame(double uBody[3], double &uxWorld, double &uyWorld, double &uzWorld); 
78         void toBodyFrame(double uWorld[3], double &uxBody, double &uyBody, double &uzBody); 
79        void toBodyFramePsi(double uWorld[3], double &uxBody, double &uyBody, double &uzBody); 
80         // MAPPING VARIABLES 
81         double mappingVar(double mv, double Osl, double Osh, double Isl, double Ish); 
82         // HUMMINGBIRD DATA CALLBACKS 
83         void readImuCallback(const sensor_msgs::Imu::ConstPtr& msg); 
84         void readCurrentPoseCallback(const geometry_msgs::PoseStamped::ConstPtr& msg); 
85        // HUMMINGBIRD RADIO CONTROLLER DATA CALLBACKS 
86        void rcdataCallback(const asctec_hl_comm::mav_rcdata::ConstPtr& msg); 
87 }; 
88  
89 /*IMPLEMENTATION quadProperties.hpp */ 
90  
91 quadRotor::quadRotor(double eqPoint): 
92     _P(0.0), 
93     _Q(0.0), 
94     _R(0.0), 
95     _Phi(0.0), 
96     _Theta(0.0), 
97     _Psi(0.0), 
98     _U(0.0), 
99     _V(0.0), 
100     _W(0.0), 
101     _X(0.0), 
102     _Y(0.0), 
103     _Z(0.0), 
104     _eqPoint(eqPoint), 
105    _rcRoll(0), 
106    _rcPitch(0), 
107    _rcYaw(0), 
108    _rcThrust(0), 
109    _rcSerie(0) 
110 { 
111  
112 } 
113  
114 quadRotor::~quadRotor() 
115 { 
116 } 
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117  
118 void quadRotor::showStats() 
119 { 
120     std::cout << std::endl; 
121     std::cout << "Angular Velocities [rad/s]: " << std::endl; 
122     std::cout << "P = " << _P << " Q = " << _Q << " R = " << _R << std::endl; 
123     std::cout << "Angles [degrees]: " << std::endl; 
124 
    std::cout << "PHI = " << _Phi*(180/M_PI) << " THETA = " << _Theta*(180/M_PI) << " PSI = " << _Psi*(180/M_PI) << 
std::endl; 
125     std::cout << "Body Linear Velocities [m/s]: " << std::endl; 
126     std::cout << "U = " << _U << " V = " << _V << " W = " << _W << std::endl; 
127     std::cout << "World position [m]: " << std::endl; 
128     std::cout << "X = " << _X << " Y = " << _Y << " Z = " << _Z << std::endl; 
129 } 
130  
131 /*** GETTER STATES ***/ 
132 double quadRotor::geteqPoint() 
133 { 
134     return _eqPoint; 
135 } 
136  
137 double quadRotor::getP() 
138 { 
139     return _P; 
140 } 
141  
142 double quadRotor::getQ() 
143 { 
144     return _Q; 
145 } 
146  
147 double quadRotor::getR() 
148 { 
149     return _R; 
150 } 
151  
152 double quadRotor::getPhi() 
153 { 
154     return _Phi; 
155 } 
156  
157 double quadRotor::getTheta() 
158 { 
159     return _Theta; 
160 } 
161  
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162 double quadRotor::getPsi() 
163 { 
164     return _Psi; 
165 } 
166  
167 double quadRotor::getU() 
168 { 
169     return _U; 
170 } 
171  
172 double quadRotor::getV() 
173 { 
174     return _V; 
175 } 
176  
177 double quadRotor::getW() 
178 { 
179     return _W; 
180 } 
181  
182 double quadRotor::getX() 
183 { 
184      return _X; 
185 } 
186  
187 double quadRotor::getY() 
188 { 
189     return _Y; 
190 } 
191  
192 double quadRotor::getZ() 
193 { 
194     return _Z; 
195 } 
196 /*** GETTER RADIO STATES END ***/ 
197  
198 /*** GETTER RADIO CONTROL ***/ 
199 int quadRotor::getrcRoll() 
200 { 
201 return _rcRoll; 
202 } 
203  
204 int quadRotor::getrcPitch() 
205 { 
206 return _rcPitch; 
207 } 
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208  
209 int quadRotor::getrcYaw() 
210 { 
211 return _rcYaw; 
212 } 
213  
214 int quadRotor::getrcThrust() 
215 { 
216 return _rcThrust; 
217 } 
218  
219 int quadRotor::getrcSerie() 
220 { 
221 return _rcSerie; 
222 } 
223 /*** GETTER RADIO CONTROL END ***/ 
224 void quadRotor::toEulerAngles(double qw, double qx, double qy, double qz) 
225 { 
226     /* https://en.wikipedia.org/wiki/Conversion_between_quaternions_and_Euler_angles */ 
227  
228     // ROLL ANGLE (X-AXIS ROTATION) 
229     _Phi = atan2(+2.0*(qw*qx+qy*qz),+1.0-2.0*(qx*qx+qy*qy)); 
230     // PITCH ANGLE (Y-AXIS ROTATION) 
231     if(fabs(+2.0*(qw*qy-qz*qx)) >= 1.0) 
232     { 
233         _Theta = copysign(M_PI/2.0,+2.0*(qw*qy-qz*qx)); 
234     } 
235     else 
236     { 
237         _Theta = asin(+2.0*(qw*qy-qz*qx)); 
238     } 
239     // YAW ANGLE (Z-AXIS ROTATION) 
240     _Psi = atan2(+2.0*(qw*qz+qx*qy),+1.0-2.0*(qy*qy+qz*qz)); 
241 } 
242  
243 void quadRotor::toWorldFrame(double uBody[3], double &uxWorld, double &uyWorld, double &uzWorld) 
244 { 
245     // BODY TO WORLD FRAME (NED) 
246     double sPhi = sin(_Phi); double sThe = sin(_Theta); double sPsi = sin(_Psi); 
247     double cPhi = cos(_Phi); double cThe = cos(_Theta); double cPsi = cos(_Psi); 
248  
249     uxWorld = (cPsi*cThe)*uBody[0] + (cPsi*sThe*sPhi-sPsi*cPhi)*uBody[1] + (cPsi*sThe*cPhi+sPsi*sPhi)*uBody[2]; 
250     uyWorld = (sPsi*cThe)*uBody[0] + (sPsi*sThe*sPhi+cPsi*cPhi)*uBody[1] + (sPsi*sThe*cPhi-sPhi*cPsi)*uBody[3]; 
251     uzWorld = (-1.0*sThe)*uBody[0] + (cThe*sPhi)*uBody[1] + (cThe*cPhi)*uBody[2]; 
252  
253 } 
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254  
255 void quadRotor::toBodyFrame(double uWorld[3], double &uxBody, double &uyBody, double &uzBody) 
256 { 
257     // WORLD TO BODY FRAME (X-FRONT,Y-RIGHT,Z-DOWN) 
258     double sPhi = sin(_Phi); double sThe = sin(_Theta); double sPsi = sin(_Psi); 
259     double cPhi = cos(_Phi); double cThe = cos(_Theta); double cPsi = cos(_Psi); 
260  
261     uxBody = (cPsi*cThe)*uWorld[0] + (sPsi*cThe)*uWorld[1] + (-1.0*sThe)*uWorld[2]; 
262     uyBody = (cPsi*sThe*sPhi-sPsi*cPhi)*uWorld[0] + (sPsi*sThe*sPhi+cPsi*cPhi)*uWorld[1] +(cThe*sPhi)*uWorld[2]; 
263     uzBody = (cPsi*sThe*cPhi+sPsi*sPhi)*uWorld[0] + (sPsi*sThe*cPhi-sPhi*cPsi)*uWorld[1] + (cThe*cPhi)*uWorld[2]; 
264  
265 } 
266  
267 void quadRotor::toBodyFramePsi(double uWorld[3], double &uxBody, double &uyBody, double &uzBody) 
268 {  
269 //ROTPSI world to body frame 
270 double sPsi = sin(_Psi); 
271 double cPsi = cos(_Psi); 
272  
273 uxBody = cPsi*uWorld[0] + sPsi*uWorld[1]; 
274 uyBody = cPsi*uWorld[1] - sPsi*uWorld[0];  
275 uzBody = uWorld[2]; 
276 } 
277  
278 double quadRotor::mappingVar(double mv, double Osl, double Osh, double Isl, double Ish) 
279 { 
280     /* 
281  
282     Osh = Output scale high limit 
283     Osl = Output scale low limit 
284     Ish = Input scale high limit 
285     Isl = Input scale low limit 
286     mv = manipulated variable 
287     mapVar = mapped variable 
288  
289     Hummingbird control input limits: 
290     roll        => 0 to 200 // -100% to 100% 
291     pitch       => 0 to 200 // -100% to 100% 
292     yaw         => 0 to 200 // -100% to 100% 
293     altitude    => 0 to 200 // 0% to 100% 
294  
295     */ 
296     double mapVar = (Osh-Osl)/(Ish-Isl)*(mv-Isl)+Osl; 
297     if (mapVar > Osh) 
298     { 
299   return Osh; 
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300     } 
301     else if(mapVar < Osl) 
302     { 
303   return Osl; 
304     } 
305     else 
306     { 
307     return mapVar; 
308     } 
309 } 
310  
311 void quadRotor::readImuCallback(const sensor_msgs::Imu::ConstPtr& msg) 
312 { 
313 // READ ORIENTATION 
314 // toEulerAngles(double qw, double qx, double qy, double qz) 
315 toEulerAngles((msg->orientation.w), (msg->orientation.x), (msg->orientation.y), (msg->orientation.z)); 
316 // READ ANGULAR VELOCITY 
317 _P = (msg->angular_velocity).x; 
318 _Q = (msg->angular_velocity).y; 
319 _R = (msg->angular_velocity).z; 
320 //_U = (msg-> ).x; 
321 //_V = (msg-> ).y; 
322 //_W = (msg-> ).z; 
323  
324 } 
325  
326 void quadRotor::readCurrentPoseCallback(const geometry_msgs::PoseStamped::ConstPtr& msg) 
327 { 
328 //READ POSITION 
329 _X = (msg->pose.position).x; 
330 _Y = (msg->pose.position).y; 
331 _Z = (msg->pose.position).z; 
332  
333 } 
334  
335 void quadRotor::rcdataCallback(const asctec_hl_comm::mav_rcdata::ConstPtr& msg) 
336 { 
337  
338 //READ RADIO CONTROL CHANNELS 
339 _rcPitch = msg->channel[0]; 
340 _rcRoll = msg->channel[1]; 
341 _rcThrust = msg->channel[2]; 
342 _rcYaw = msg->channel[3]; 
343 _rcSerie   = msg->channel[4]; 
344  
345 } 
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346  
347 #endif // QUADPROPERTIES_HPP_INCLUDED 
 
Clase pidController 
pidController.hpp – asctec_hl_interface 
1 /* 
2 %########################################################################## 
3 % AUTOR: ADRIÁN RUIZ ROYO - MUESAEI 
4 % VERSION: 1.0 - PID CONTROLLER CLASS 
5 % FECHA VERSION: 24/01/2018 
6 % CAMBIOS:  
7 %    
8 % 
9 % 
10 %########################################################################## 
11 */ 
12 #ifndef PIDCONTROLLER_HPP_INCLUDED 
13 #define PIDCONTROLLER_HPP_INCLUDED 
14  
15 #include <iostream> 
16 #include <string> 
17 #include <math.h> 
18  
19 class pidController 
20 { 
21     private: 
22         // Proportional,Integral and Derivative gains 
23         double _Kp, _Ki, _Kd; 
24         // Integral, Derivative and Tt time 
25         double _Ti, _Td, _Tt; 
26         // Sample time and Filter coefficient 
27         double _Ts, _N, _b; 
28         // Controller coefficients 
29         double _bi, _ad, _bd, _a0; 
30         // Output PID MAX and MIN SATURATION 
31         double _uMin, _uMax; 
32         // Previous plant output and P-I-D outputs 
33         double _yOld, _Proportional,  _Integrator, _Derivative; 
34         // PID OUTPUT AND TEMPORAL OUTPUT 
35         double _Output, _tempOut; 
36         // PID CONFIGURATION 
37         int _Config; 
38  
39         void computeCoefficient(); 
40         void paramProtec(); 
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41  
42     public: 
43         // CONSTRUCTOR 
44         pidController(double pidGains [3], double pidParam[3], double pidSat[2], int pidConfig); 
45         // Destructor 
46         ~pidController(); 
47         // Show parameters of PID 
48         void showParameters(); 
49         void showOutput(); 
50        // Reset integral action 
51        void resetIntegral(); 
52         // Compute PID Output 
53         double computePid(double sp, double pv, double dot_pv); 
54 }; 
55  
56  
57 /*IMPLEMENTATION pidController.hpp */ 
58  
59 pidController::pidController(double pidGains [3], double pidParam[3], double pidSat[2], int pidConfig):  // CONSTRUCTOR 
60  
61     _Kp(pidGains[0]), 
62     _Ki(pidGains[1]), 
63     _Kd(pidGains[2]), 
64     _Ts(pidParam[0]), 
65     _N(pidParam[1]), 
66     _b(pidParam[2]), 
67     _uMin(pidSat[0]), 
68     _uMax(pidSat[1]), 
69     _yOld(0.0), 
70     _Proportional(0.0), 
71     _Integrator(0.0), 
72     _Derivative(0.0), 
73     _Output(0.0), 
74     _tempOut(0.0), 
75     _Config(pidConfig) 
76 { 
77     paramProtec(); 
78     computeCoefficient(); 
79 } 
80  
81 void pidController::computeCoefficient() 
82 { 
83      if(_Ki == 0.0)                                                 // Evitar dividir por 0 
84      { 
85         _Ti = 1e10;                                                 // Ki = Kp / Ti => Ti = Kp/Ki; 
86      } 
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87     else 
88     { 
89         _Ti = _Kp/_Ki; 
90     } 
91  
92     _bi = _Kp*_Ts/_Ti;                                                                              // Integral gain 
93     // 
94  
95     _Td = _Kd/_Kp;                                                                                    // Derivative time Kd = Kp * Td 
96     _Tt = sqrt(_Ti*_Td);                                                                          // Integrator discharge time 
97  
98     _ad = (2.0*_Td - _N*_Ts)/(2.0*_Td + _N*_Ts); 
99     _bd = (2.0*_Kp*_N*_Td)/(2.0*_Td + _N*_Ts);                      // Derivative gain 
100  
101  
102     if(_Tt == 0.0)                                                  //evitar dividir por 0 
103     { 
104         _a0 = 1e10; 
105     } 
106     else 
107     { 
108         _a0 = _Ts/_Tt; 
109     } 
110  
111  
112 } 
113  
114  
115 void pidController::paramProtec() 
116 { 
117     if (_Kp == 0.0) 
118     { 
119         // Kp = 1e-10 por seguridad (evitar dividir por 0) 
120         _Kp = 1e-10; 
121         std::cout << "Kp = " << _Kp <<" por seguridad. Kp debe ser != 0.0" << std::endl; 
122         std::cout << std::endl; 
123     } 
124  
125     if (_Ts == 0.0 || _Ts < 0.0) 
126     { 
127         _Ts = 0.1; 
128         std::cout << "Ts = " << _Ts <<" por seguridad. Ts debe ser != 0.0 y Ts>0" << std::endl; 
129         std::cout << std::endl; 
130     } 
131  
132     if (_N == 0.0 || _N < 0.0) 
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133     { 
134         _N = 100; 
135         std::cout << "N = " << _N <<" por seguridad. N debe ser != 0.0 y N>0" << std::endl; 
136         std::cout << std::endl; 
137     } 
138  
139     if (_Config > 6 || _Config < 0) 
140     { 
141         _Config = 2; // SET PID CONFIG 
142 
        std::cout << "PID Configuration SEG: Proportional,Integral and Derivative controller (PID) with derivative calc."<< 
std::endl; 
143         std::cout << std::endl; 
144     } 
145  
146  
147 } 
148  
149 void pidController::showParameters()                             // GETTER 
150 { 
151     std::cout << std::endl; 
152     std::cout << "Los parametros del PID son: "  <<std::endl; 
153     std::cout << "Kp = " <<  _Kp <<  " Ki = " << _Ki << " Kd = " << _Kd << std::endl; 
154     std::cout << "Ts = " <<  _Ts <<  " N = " << _N << " b = " << _b << std::endl; 
155     std::cout << "Ti = " <<  _Ti <<  " Td = " << _Td << " Tt = " << _Tt << std::endl; 
156     std::cout << "bi = " <<  _bi << " ad = " <<  _ad << " bd = " <<  _bd << " a0 = " <<  _a0 <<  std::endl; 
157     std::cout << "[uMin,uMax] = "<< '[' << _uMin << ',' << _uMax << ']' <<  std::endl; 
158  
159     switch(_Config) 
160     {   case 0: 
161             std::cout << "PID Configuration: Proportional controller (P)"<< std::endl; 
162             break; 
163         case 1: 
164             std::cout << "PID Configuration: Proportional and Integral controller (PI)"<< std::endl; 
165             break; 
166         case 2: 
167 
            std::cout << "PID Configuration: Proportional,Integral and Derivative controller (PID) with derivative calc."<< 
std::endl; 
168             break; 
169         case 3: 
170             std::cout << "PID Configuration: Proportional + Derivative controller (P+D) with derivative calc."<< std::endl; 
171             break; 
172         case 4: 
173 
            std::cout << "PID Configuration: Proportional and Integrator + Derivative controller (PI+D) with derivative calc."<< 
std::endl; 
174             break; 
175         case 5: 
176 
            std::cout << "PID Configuration: Proportional + Derivative controller (P+D) with direct derivative output"<< 
std::endl; 
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177             break; 
178         case 6: 
179 
            std::cout << "PID Configuration: Proportional and Integral + Derivative (PI+D) controller with direct derivative 
output"<< std::endl; 
180             break; 
181  
182     } 
183     std::cout<<std::endl; 
184 } 
185  
186 void pidController::showOutput() 
187 { 
188     std::cout << "Pout = " << _Proportional << " Iout = " << _Integrator << " Dout = " << _Derivative << std::endl; 
189 } 
190  
191 pidController::~pidController()                                 // DESTRUCTOR 
192 { 
193 } 
194  
195 void pidController::resetIntegral() 
196 { 
197      _Integrator = 0.0; 
198 } 
199  
200 
double pidController::computePid(double sp, double pv, double dot_pv) //computePid (double Setpoint, double Process 
Value) 
201 { 
202     /* PID CONTROLLERS ALGORITHM pág. 118 PDF 
203  
204     " Compute controller coefficients 
205     bi = K*h / Ti;                                      " Integral gain 
206     ad = (2*Td-N*h) / (2*Td+N*h); 
207     bd = 2*K*N*Td /(2*Td+N*h);       " Derivative gain 
208     a0 = h/Tt;                                          " Temps descarrega integrador anti-windup 
209                                                                 " Tt = sqrt(Ti*Td) 
210  
211     " Bumpless parameters changes 
212     I = I + Kold * (bold*ysp-y) - Knew * (bnew*ysp-y);  "ADAPTATIU 
213  
214     " Control algorithm 
215     r = adin(ch1);                                      " Read setpoint from ch1 
216     y = adin(ch2);                                      " Read process variable from ch2 
217     P = K * (b*yso - y);                              " Compute proportional part 
218     D = ad*D-bd*(y-yold);                       " Compute derivative part 
219     v = P+I+D;                                             " Compute temporary output 
220     u = sat(v,ulow,uhigh);                         " Simulate actuator saturation 
221     daout(ch1);                                            " Set analog output ch1 
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222     I = I + bi*(ysp-y)+a0*(u-v)                    " Update integral; 
223     yold = y;                                                   " Update old process output 
224     */ 
225  
226 switch(_Config) 
227     { 
228         //  Proportional controller (P) 
229         case 0: 
230             { 
231             // Compute Proportional gain 
232             _Proportional = _Kp * (_b*sp - pv); 
233             // PID OUTPUT 
234             _Output = _Proportional; 
235             // PID OUTPUT SAT 
236             if(_Output > _uMax) 
237             { 
238                 _Output = _uMax; 
239             } 
240             else if(_Output<_uMin) 
241             { 
242                 _Output = _uMin; 
243             } 
244             break; 
245             } 
246         //  Proportional and Integral controller (PI) 
247         case 1: 
248             { 
249              // Compute Proportional gain 
250             _Proportional = _Kp * (_b*sp - pv); 
251             // PID TEMPORAL OUTPUT 
252             _tempOut = _Proportional + _Integrator; 
253             // PID OUTPUT 
254             _Output = _tempOut; 
255             // PID OUTPUT SAT 
256             if(_Output > _uMax) 
257             { 
258                 _Output = _uMax; 
259             } 
260             else if(_Output<_uMin) 
261             { 
262                 _Output = _uMin; 
263             } 
264             // Update Integral gain 
265             _Integrator += _bi*(sp-pv) + _a0 *(_Output-_tempOut); 
266             break; 
267             } 
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268  
269          // Proportional,Integral and Derivative controller (PID) with derivative calc. 
270         case 2: 
271             { 
272             // Compute Proportional gain 
273             _Proportional = _Kp * (_b*sp - pv); 
274             // Compute Derivative gain 
275             _Derivative = _ad * _Derivative - _bd*(sp - _yOld); // PID si es PI+D se ha de modificar 
276             // PID TEMPORAL OUTPUT 
277             _tempOut = _Proportional + _Integrator + _Derivative; 
278             // PID OUTPUT 
279             _Output = _tempOut; 
280             // PID OUTPUT SAT 
281             if(_Output > _uMax) 
282             { 
283                 _Output = _uMax; 
284             } 
285             else if(_Output<_uMin) 
286             { 
287                 _Output = _uMin; 
288             } 
289             // Update Integral gain 
290             _Integrator += _bi*(sp-pv) + _a0 *(_Output-_tempOut); 
291             break; 
292  
293             } 
294         // Proportional + Derivative controller (P+D) with derivative calc. 
295         case 3: 
296             { 
297             // Compute Proportional gain 
298             _Proportional = _Kp * (_b*sp - pv); 
299             // Compute Derivative gain 
300             _Derivative = _ad * _Derivative - _bd*(sp - _yOld); // PID si es PI+D se ha de modificar 
301             // PID TEMPORAL OUTPUT 
302             _tempOut = _Proportional - _Derivative; 
303             // PID OUTPUT 
304             _Output = _tempOut; 
305             // PID OUTPUT SAT 
306             if(_Output > _uMax) 
307             { 
308                 _Output = _uMax; 
309             } 
310             else if(_Output<_uMin) 
311             { 
312                 _Output = _uMin; 
313             } 
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314             break; 
315             } 
316         // Proportional and Integrator + Derivative controller (PI+D) with derivative calc. 
317         case 4: 
318             { 
319             // Compute Proportional gain 
320             _Proportional = _Kp * (_b*sp - pv); 
321             // Compute Derivative gain 
322             _Derivative = _ad * _Derivative - _bd*(sp - _yOld); // PID si es PI+D se ha de modificar 
323             // PID TEMPORAL OUTPUT 
324             _tempOut = _Proportional + _Integrator - _Derivative; 
325             // PID OUTPUT 
326             _Output = _tempOut; 
327             // PID OUTPUT SAT 
328             if(_Output > _uMax) 
329             { 
330                 _Output = _uMax; 
331             } 
332             else if(_Output<_uMin) 
333             { 
334                 _Output = _uMin; 
335             } 
336             // Update Integral gain 
337             _Integrator += _bi*(sp-pv) + _a0 *(_Output-_tempOut); 
338             break; 
339             } 
340         // Proportional + Derivative controller (P+D) with direct derivative output 
341         case 5: 
342             { 
343             // Compute Proportional gain 
344             _Proportional = _Kp * (_b*sp - pv); 
345             // Compute Derivative gain 
346             _Derivative = _Kd * (dot_pv); // PID si es PI+D se ha de modificar 
347             // PID TEMPORAL OUTPUT 
348             _tempOut = _Proportional - _Derivative; 
349             // PID OUTPUT 
350             _Output = _tempOut; 
351             // PID OUTPUT SAT 
352             if(_Output > _uMax) 
353             { 
354                 _Output = _uMax; 
355             } 
356             else if(_Output<_uMin) 
357             { 
358                 _Output = _uMin; 
359             } 
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360             break; 
361             } 
362         // Proportional and Integral + Derivative (PI+D) controller with direct derivative output 
363         case 6: 
364             { 
365             // Compute Proportional gain 
366             _Proportional = _Kp * (_b*sp - pv); 
367             // Compute Derivative gain 
368             _Derivative = _Kd * (dot_pv); // PID si es PI+D se ha de modificar 
369             // PID TEMPORAL OUTPUT 
370             _tempOut = _Proportional + _Integrator - _Derivative; 
371             // PID OUTPUT 
372             _Output = _tempOut; 
373             // PID OUTPUT SAT 
374             if(_Output > _uMax) 
375             { 
376                 _Output = _uMax; 
377             } 
378             else if(_Output<_uMin) 
379             { 
380                 _Output = _uMin; 
381             } 
382             // Update Integral gain 
383             _Integrator += _bi*(sp-pv) + _a0 *(_Output-_tempOut); 
384             break; 
385             } 
386         default: 
387             break; 
388     } 
389  
390     // Store previous output 
391     _yOld = pv; 
392  
393     return _Output; 
394 } 
395  
396  
397 #endif // PIDCONTROLLER_HPP_INCLUDED 
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Nodo de control de actitud PID 
control_attitude_pid.cpp – asctec_hl_interface 
1 /* 
2 %########################################################################## 
3 % AUTOR: ADRI?N RUIZ ROYO - MUESAEI 
4 % VERSION: 1.0 - ATTITUDE CONTROL WITH PID  
5 % FECHA VERSION: 10/04/2018 
6 % CAMBIOS:  
7 %    
8 % 
9 % 
10 %########################################################################## 
11 */ 
12   
13 #include <string.h> 
14 #include <stdio.h> 
15 #include <math.h> 
16   
17 #include <ros/ros.h> 
18 #include <asctec_hl_comm/mav_ctrl.h> 
19 #include <asctec_hl_comm/mav_ctrl_motors.h> 
20   
21 // CLASES 
22 #include "pidController.hpp"       // pid controller class 
23 #include "quadProperties.hpp"       // quadrotor properties 
24   
25 void usage() 
26 { 
27   std::string text("usage: \n\n"); 
28   text = "ctrl_test motors [0 | 1]\n"; 
29   text += "ctrl_test ctrl [Attitude] Phi Theta Psi\n"; 
30   text += "Attitude in [deg] (-180 a 180)\n"; 
31   std::cout << text << std::endl; 
32 } 
33   
34 int main(int argc, char ** argv) 
35 { 
36   
37   ros::init(argc, argv, "interfacetest"); 
38   ros::NodeHandle nh; 
39   
40   ros::Publisher pub_ctrl; 
41    
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42   ros::Subscriber sub_imu; 
43   ros::Subscriber sub_pose; 
44   ros::Subscriber sub_rcdata; 
45   
46   if (argc == 1) 
47   { 
48     ROS_ERROR("Wrong number of arguments!!!"); 
49     usage(); 
50     return -1; 
51   } 
52   
53   std::string command = std::string(argv[1]); 
54   
55   if (command == "motors") 
56   { 
57     if (argc != 3) 
58     { 
59       ROS_ERROR("Wrong number of arguments!!!"); 
60       usage(); 
61       return -1; 
62     } 
63   
64     asctec_hl_comm::mav_ctrl_motors::Request req; 
65     asctec_hl_comm::mav_ctrl_motors::Response res; 
66     req.startMotors = atoi(argv[2]); 
67     ros::service::call("fcu/motor_control", req, res); 
68     std::cout << "motors running: " << (int)res.motorsRunning << std::endl; 
69   } 
70   else if (command == "ctrl") 
71   { 
72     if (argc != 6) 
73     { 
74       ROS_ERROR("Wrong number of arguments!"); 
75       usage(); 
76       return -1; 
77     } 
78      
79     asctec_hl_comm::mav_ctrl msg; //CREATE MSG MAV_CTRL TYPE 
80     double phiSp, theSp, psiSp;   // ATTITUDE SETPOINTS [deg] 
81    
82          
83     std::string type(argv[2]); 
84     if (type == "Attitude") 
85      { 
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86          msg.type = asctec_hl_comm::mav_ctrl::directMotorControl; 
87         msg.v_max_xy = -1; // use max velocity from config 
88         msg.v_max_z = -1; 
89         phiSp = atof(argv[3])*M_PI/180.0;  // [degrees] to [rad] 
90         theSp = atof(argv[4])*M_PI/180.0; 
91         psiSp = atof(argv[5])*M_PI/180.0; 
92      } 
93     else 
94     { 
95       ROS_ERROR("Command type not recognized"); 
96       usage(); 
97       return -1; 
98     } 
99   
100     /*** QUADROTOR PROPERTIES DECLARATIONS ***/ 
101     // eqPoint in Altitude is -7.3945 (NED) Z down positive 
102     quadRotor hummingbird = quadRotor(-7.3945); 
103     double phiCMD, theCMD, psiCMD, altCMD; // HUMMINGBIRD MAPPED CTRL INPUTS 
104     double Osh = 200.0; //mapeo 
105     double Osl = 0.0; 
106     double Isl = 0.0; //mapeo rc 
107     double Ish = 4080.0; 
108 int serialSwitch; 
109      
110     /*** QUADROTOR PROPERTIES DECLARATIONS END ***/ 
111   
112     /*** ROS DECLARATIONS ***/ 
113     // PUBLISHER CONTROL TOPIC 
114     pub_ctrl = nh.advertise<asctec_hl_comm::mav_ctrl> ("fcu/control", 1); 
115     // SUBSCRIBERS 
116     sub_imu    = nh.subscribe("fcu/imu",1,&quadRotor::readImuCallback,&hummingbird); 
117     sub_pose   = nh.subscribe("fcu/current_pose",1,&quadRotor::readCurrentPoseCallback,&hummingbird); 
118     sub_rcdata = nh.subscribe("fcu/rcdata",1,&quadRotor::rcdataCallback,&hummingbird); 
119     // ROS FREQ 
120     double freq = 100.0; 
121     ros::Rate r(freq); // ~ freq value Hz 
122     /*** ROS DECLARATIONS END ***/ 
123   
124     /*** PID ATTITUDE CONTROLLERS DECLARATIONS ***/ 
125     // ROLL (X-AXIS) 
126     double pidRollGains[3] = {0.95,0.32,0.10}; // {KP,KI,KD} 
127     double pidRollParam[3] = {1/freq,1000,1.0}; // {Ts,N,b} 
128     double pidRollSat[2]   = {-1.0,1.0};    // {uMin,uMax} 
129     int pidRollConfig = 6;     // PID STRUCTURE 
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130     double mvRoll;     // manipulated var 
131     pidController pidRoll = pidController(pidRollGains,pidRollParam,pidRollSat,pidRollConfig); 
132     // PITCH (Y-AXIS) 
133     double pidPitchGains[3] = {0.95,0.32,0.10}; // {KP,KI,KD} 
134     double pidPitchParam[3] = {1/freq,1000,1.0}; // {Ts,N,b} 
135     double pidPitchSat[2]   = {-1.0,1.0};    // {uMin,uMax} 
136     int pidPitchConfig = 6;      // PID STRUCTURE 
137     double mvPitch;                  // manipulated var      
138     pidController pidPitch = pidController(pidPitchGains,pidPitchParam,pidPitchSat,pidPitchConfig); 
139     // YAW (Z-AXIS) 
140     double pidYawGains[3] = {0.6,0.17,0.15}; // {KP,KI,KD} 
141     double pidYawParam[3] = {1/freq,1000,1.0}; // {Ts,N,b} 
142     double pidYawSat[2]   = {-1.0,1.0};    // {uMin,uMax} 
143     int pidYawConfig = 5;            // PID STRUCTURE 
144     double mvYaw;     // manipulated var 
145     pidController pidYaw= pidController(pidYawGains,pidYawParam,pidYawSat,pidYawConfig); 
146     // ALTITUDE - Z 
147     double mvAlt;    // manipulated var 
148     /*** PID  ATTITUDE CONTROLLERS DECLARATIONS END ***/ 
149      
150     std::cout << "ROLL (X-AXIS)" << std::endl; 
151     pidRoll.showParameters(); 
152     std::cout << "PITCH (Y-AXIS)" << std::endl; 
153     pidPitch.showParameters(); 
154     std::cout << "YAW (Z-AXIS)" << std::endl; 
155     pidYaw.showParameters(); 
156     std::cout << "ALTITUDE (Z-AXIS) VIA RC" << std::endl; 
157     std::cout << std::endl; 
158   
159     std::cout << "HUMMINGBIRD INFO" << std::endl; 
160     hummingbird.showStats(); 
161     std::cout << std::endl;   
162      
163     // PUBLISH 
164     //    
165     std::cout << "START CONTROL LOOP" << std::endl; 
166   
167     // CONTROL LOOP 
168   
169     while (!ros::ok()) 
170   { 
171     ros::spinOnce(); // PERMITE EJECUTAR CALLBACKS EN ESPERA 
172     //READ FEEDBACK HUMMINGBIRD 
173     hummingbird.showStats(); 
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174     std::cout << std::endl; 
175     //READ SWITCH SERIE STATUS RADIO CONTROLLER 
176     serialSwitch = hummingbird.getrcSerie(); 
177     if (serialSwitch >= 4080) //ENABLE CONTROLLERS 
178     { 
179   
180     std::cout << "CONTROLLERS STATUS: ON => ROS CONTROL" << std::endl; 
181   
182     // ATTITUDE AND ALTITUDE PID COMPUTE 
183     mvRoll = pidRoll.computePid(phiSp,hummingbird.getPhi(),hummingbird.getP()); 
184     mvPitch = pidPitch.computePid(theSp,hummingbird.getTheta(),hummingbird.getQ()); 
185     mvYaw = pidYaw.computePid(psiSp,hummingbird.getPsi(),hummingbird.getR()); 
186     mvAlt = (double)hummingbird.getrcThrust(); // mvThrust via rc 
187   
188 
    std::cout << "MV Roll: "<< mvRoll << " MV Pitch: "<< mvPitch << " MV Yaw: "<< mvYaw << " MV Alt: "<< mvAlt << 
std::endl; 
189     std::cout << std::endl; 
190   
191     // HUMMINGBIRD MAPPING 
192     phiCMD = hummingbird.mappingVar(mvRoll,Osl,Osh,pidRollSat[0],pidRollSat[1]); 
193     theCMD = hummingbird.mappingVar(mvPitch,Osl,Osh,pidPitchSat[0],pidPitchSat[1]); 
194     psiCMD = hummingbird.mappingVar(mvYaw,Osl,Osh,pidYawSat[0],pidYawSat[1]); 
195   
196 
    std::cout << "CMD Roll: "<< phiCMD << " CMD Pitch: "<< theCMD << " CMD Yaw: "<< psiCMD << " CMD Alt: "<< altCMD 
<< std::endl; 
197     std::cout << std::endl; 
198   
199     // PUBLISH 
200     msg.x = theCMD; 
201     msg.y = phiCMD; 
202     msg.yaw = psiCMD; 
203     msg.z = altCMD; 
204   
205     pub_ctrl.publish(msg); 
206     } 
207     else 
208     { 
209     std::cout << "CONTROLLERS STATUS: OFF => RADIO CONTROL" << std::endl; 
210     pidRoll.resetIntegral(); 
211     pidPitch.resetIntegral(); 
212     pidYaw.resetIntegral(); 
213     } 
214 if (!ros::ok()) 
215         return 0; 
216      r.sleep(); 
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217     } 
218   
219     ros::spinOnce(); 
220   } 
221   
222   return 0; 
223 } 
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