Over the past 40 years many hydraulic modelling systems for free-surface flows have been developed and successfully used in research and engineering practice. These systems were, in general, developed using sequential programming techniques while object-oriented programming approaches have only been used in the development of their visual parts. This paper outlines the approach used in the development of the NOAH modelling systems (Newcastle Object-oriented Advanced Hydroinformatics), developed entirely within the object-oriented paradigm. This novel approach has made NOAH modelling systems computationally highly efficient and yet easy to maintain and extend. NOAH 1D and NOAH 2D are designed to model free-surface flows in one and two dimensions, respectively. NOAH 1D is based on the full de Saint-Venant equations while NOAH 2D is based on the Shallow Water equations. Beside the basic ideas behind the development of NOAH modelling systems this paper also presents their main features and discusses general benefits of the application of the object-oriented programming approach in the development of numerical codes.
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The implementation of an object-oriented paradigm is relatively new within commerce and industry (Budd 1991) .
Although the object-oriented approach was first conceived in the 1960s it was originally little used (Graham 2001) . In the past, programs had to be as short as possible due to the cost and limitations of available memory. That gave the advantage to sequential programming, as object-oriented codes are always longer. In the late 1980s and early 1990s
with the advent of the cheap personal computer (PC) hardware and software markets changed. The objectoriented programming approach came to the forefront as it provided the means to code the higher levels of complexity required to produce functional user-friendly software while the sequential programming approach was not able to provide the same level of flexibility (Larsen & Gavranovic 1994) .
That change has prompted developments of hydroinformatic modelling systems over the last two decades.
Numerical codes for simulation of free-surface flows have been wrapped up into graphical user interfaces (GUIs) that made their use easier. However, the numerical cores have mainly not been redeveloped. Even when new numerical codes have been developed they have not used the objectoriented paradigm, the main reasons being relative satisfaction with the models in current use and the belief that the object-oriented approach is not suitable for coding of numerical algorithms.
However, over the last few years some object-oriented notions have been explored in different modelling systems in the hydroinformatics field. The first class of these developments considers whole models as objects, wrapping the sequentially programmed numerical codes as objects, and coupling them with other models also wrapped up as objects (Gijsbers et al. 2002) . The second class of developments introduced objects on a conceptual level, considering different parts of the system like objects. Neither of these developments went as far as applying an object-oriented approach to the smaller parts of the systems like discretisation cells or grid points where the basic calculations are performed (Kutija 1998) . Work presented in this paper has taken that route, building up completely object-oriented numerical algorithms for free-surface flows. (Todini 1996) and NOAH Gibberish Controller, a script based model connectivity tool.
In this paper the basis of the object-oriented analysis and design of NOAH modelling systems are presented with the aim of showing how, contrary to adopted opinion, the OO approach is suitable for the development of numerical algorithms for simulation tools. Prior to this, the description of the used numerical algorithms and a short introduction into OO analysis is given.
GOVERNING EQUATIONS AND SOLUTION ALGORITHMS
The NOAH 1D modelling system for flow in networks with predominantly free-surface flows is based on the de SaintVenant equations for one-dimensional, depth-averaged, nearly horizontal free-surface flows:
Continuity:
Momentum:
for flow in channels. At each node of the network there is a continuity equation:
In NOAH 1D these partial differential equations are solved using the method of finite differences on a staggered discretisation grid (with alternated discharge (Q points) and water depth points (h points) along the channels). At the nodes the water level compatibility condition is implemented which results in a single water depth point situated at each node. Water depth situated at a node is also common for all first discretisation points in channels incident to that node. The numerical scheme used is the Abbott -Ionescu scheme (Cunge et al. 1980; Abbott & Minns 1998) .
Upon application of the Abbott -Ionescu scheme to the continuity equation (1) we get the following set of linear algebraic equations:
at all the water depth points (h points). Similarly, upon applying the same finite difference scheme to the momentum equation (2) we get the following set of equations:
at all the discharge points (Q points).
When all these equations obtained for each channel are coupled with the nodal continuity equations and boundary conditions they form a system of equations with equal number of equations as unknowns. So the obtained system of equations is characterised by a nearly banded matrix of the system and it is traditionally solved by a classical looped algorithm (Cunge et al. 1980, pp 117 -121) . However, in NOAH 1D the solution for this system of equations is obtained by the Generalised Elimination Algorithm (GEA) (Kutija 1994) which is an extension of a computationally very efficient branched network algorithm (Cunge et al. 1980 ) developed from the double sweep algorithm for systems of equations characterised by diagonal matrices (Abbott & Minns 1998) . The GEA analyses network complexity and adapts its procedures to the network.
According to GEA, for each discretisation point of each channel a localised calculation is performed that transforms coefficients A1, B1, C1 D1, A2, B2, C2 and D2 of Equations (4) and (5) into another set of coefficients that leads to the final solution of the system of equations. Similarly, in the double-sweep algorithm this localised calculation is initiated at one end of a channel and it proceeds according to a predefined algorithmic structure from one discretisation point to another (Abbott & Minns 1998) . In order to perform this localised calculation, for each grid point, one only needs to know values of the coefficients at that point and values of the already transformed coefficients in the preceding point. For more details on the GEA please see Kutija (1994) .
The governing equations for the NOAH 2D modelling system are the shallow water equations for two-dimensional depth averaged flow:
In NOAH 2D these equations are solved using the method of finite volumes with shock capturing schemes (Erduran et al. 2002) . For that purpose the domain is subdivided into cells and flow conditions which, within each cell, are given
In terms of the conservative vector p Equations (6) where
The method of finite volumes is based on the integration of the conservation equations over each cell covering the whole model domain. The result of the integration of the set of Equations (7) over each cell gives us the following set of A c dp dt
where T(u given by
In order to solve Equations (8) one should first solve numerical vector fluxes f(q) across each cell interface. In the local coordinates (x n being a local coordinate normal to the cell side), the Riemann problem can be written as
with the initial state given by
where Firstly flow conditions in the star region have to be found using the method of characteristics:
There, the wave speeds can be given as follows:
And finally, vector flux over the cell interface can be obtained as Although solution algorithms used in NOAH 1D and NOAH 2D originate from different numerical methods they have both been successfully coded using object-oriented techniques. The only requirement for the solution algorithm seems to be its ability to be split into parts of calculations that can be performed locally using local data and no knowledge of the whole algorithm. This was much simpler to implement in the case of NOAH 2D due to the explicit nature of the used solution algorithm which does not require a defined algorithm structure. 
OBJECT-ORIENTED APPROACH

DYNAMIC SYSTEMS AND OBJECT-ORIENTED APPROACH
According to Rumbaugh et al. the object-oriented approach is very well suited for modelling time-dependant processes (Rumbaugh et al. 1991, pp 84-92) . In order to design an object-oriented model of a dynamic system one should: † identify states that are changing in time (properties or attributes of objects) † identify continuous and discreet events that can change the states (methods) † place the whole system in a timing loop at a fine scale.
It is very easy to detect similarities between this approach and the numerical algorithms for the solution of free surface flows.
Identify states
In free-surface flows states are obviously values of the dependent variables (Q -discharge, h -water depth in one-dimensional case; h -water depth, u x and u yvelocities in x and y direction, respectively, in twodimensional case) at the discrete points within the domain.
The calculation (grid) points/cells will become objects with their main properties being the dependent variables placed at the grid points/cells. In the case of staggered grids there will be different classes of objects as, in different grid points, we have different dependent variables (discharge and water depth).
Identify events
Events that change the above-defined states are, in principle, all continuous but because we have already defined a numerical method that will be used to approximate real events, our events can easily be defined as discrete calculations of one time step. Methods for each class of objects introduced above will be defined as parts of the chosen solution algorithms at the level of one discretisation point or cell. This decomposure of the solution algorithms to the point/cell level will be straightforward in the cases where explicit numerical schemes are used. However, in the cases of implicit numerical schemes all the dependent variables at one time step are solved simultaneously. Hence, algorithms for the solution of sets of simultaneous equations also have to be decomposed down to the equation/variable level. The GEA in NOAH 1D will be used as an example later in this paper.
Timing loop
The timing loop is not an issue at all as we have already subscribed to it by the choice of the numerical procedure related to the initial-boundary value problems; solution of consecutive time steps on an open domain. At each time step a procedure is triggered that makes all objects, defined as discrete points/cells, update their state. Each of these objects have methods that do basic operations, i.e. calculate the coefficients of the discretised equation, calculate fluxes at the cell interfaces and update flow variables at cell centres. If one was to use an explicit numerical scheme (like NOAH 2D) that would be sufficient, as there is no need for an algorithmic structure (Abbott & Minns 1998) . On the other hand, for implicit schemes that require a definite algorithmic structure (like the GEA used in NOAH 1D), a control object has to be defined, which would encapsulate the solution algorithm.
The control object has firstly to analyse the network topography and define the solution order in which instances of point/cell objects have to be triggered to perform the basic operations. Then the time loop takes control and this solution order is followed at each time step. This will also be covered later in more detail. In NOAH 1D objects related to channels and pipes are named edges while ones related to nodes or junctions are called vertices (following the GEA algorithm). Basic calculation objects in NOAH 1D are situated at the discretisation points (grid points). They are named J-points as the letter j is used as an index through the discretisation points in the used solution algorithm.
OBJECT-ORIENTED DESIGN OF NUMERICAL ALGORITHMS IN THE NOAH MODELLING SYSTEMS
Organisation and control
In NOAH 1D organisation and control has, in principle, been split into two levels: one being the overall control ConnectionEdge is related to the PhysicalEdge object, which contains data about edge geometry. Edge geometry is defined by at least two cross sections situated at the ends of the edge but it can also contain many more cross sections at irregular distances along the edge. This information is stored in instances of the CrossSection class of objects. Basic calculation objects in NOAH 1D are called J-points. Each J-point object is made up of three objects: a Physical point object, an Approximation point object (either of Q-point or h-point type) and a Solution point object (see Figure 4) . Due to the use of a staggered grid, at each discretisation point there is either a discharge (Q) or water depth (h) dependent variable. Hence, there are two types of J-point objects: Q-point objects and h-point objects.
More details about the roles of the components of J-point objects are presented later. Although not directly connected to the localised control it is interesting to point out at this point that the Physical point objects in Figure 5 , in principle, do not coincide with the CrossSection objects from Figure 3 . Physical point objects are situated at calculation points so they are either CrossSection objects defined by the user or interpolated cross sections. All different types of cross sections available in NOAH 1D are classes from the same family, decendants form the TCross-Section class (see Figure 6 ). This way of organising cross-sectional object classes reduced the code by deriving all of them as descendants of the same parent class. All the cross-sectional objects need to have As NOAH 2D uses only an explicit algorithm, organisation and control of the computation is much simpler than in NOAH 1D. In NOAH 2D overall control is very simple and it is done by the object which contains lists of all cells (CellCentre objects) and all cell interfaces (CellSide objects) in the domain. At each time step that object triggers firstly all the CellSide objects to calculate Riemann fluxes across them and then all the CellCentre objects to update their state variables. As the algorithm organisation is very simple there is no need for local control but that could be easily changed if an implicit Riemann solver would be implemented.
Calculation objects in NOAH 1D
J-point objects introduced in Figure 4 consist of three objects: a Physical point object, an Approximation point object and a Solution point object The Physical point object contains data about interpolated cross sections and it is able to return crosssectional dimensions such as cross-sectional area, top width and conveyance for a given water depth. The Approximation point object contains the appropriate dependent variable (Q or h) as a state variable and the approximation coefficients.
For example, the Q-point Approximation object has a discharge state variable and coefficients A2, B2, C2 and D2 from Equation (5). The h-point Approximation object has the water depth state variable and coefficients A1, B1, C1 and D1 from Equation (4). The Solution point object contains the transformation equations by which coefficients A1 to D2 from Equations (4) and (5) are transformed locally as a part of the GEA algorithm. As seen from Figure 6 these three objects are closely linked together using pointers. They also have pointers to the appropriate objects in the neighbouring J-points. These pointers enable the calculation object to access data in the neighbouring points.
The split of a J-point object into three separate objects enables the replacement of the numerical scheme or the solution algorithm for the system of simultaneous equations with the minimal disturbance to the rest of the code. Each J-point object performs a small, local, part of the overall computation and it is not aware of the whole algorithm. It only performs its calculations when prompted by the control objects.
At the vertices of the network SolutionVertex objects are situated (see Figure 7) . They can be seen as modified h-point objects as they have one h-point Approximation object and one Solution point object and as many Physical that all the methods are executed on the level of individual object instances and if there is no connection provided to another object then no information from that object can be received. Following indirect connections through pointers to the SolutionEdge object would not be so computationally efficient. water depth h, momentum per unit width hv x and hv y in x and y direction, respectively. At each time step they are being updated using the explicit solution of Equation (8).
Calculation objects in NOAH 2D
FEATURES OF NOAH MODELS
The NOAH models are completely coded in Delphi 5.
Their numerical parts were developed together with the Results of NOAH 2D are the same as published results for the HLL scheme (e.g. Erduran et al. 2002) .
The main consequence of NOAH's OO background is its unrivalled speed of calculation. A small example was set to illustrate this using NOAH 1D. A series of networks, involving a simple channel, a series of concatenated channels, a branched network, a looped network with only a few loops and a strongly looped network were modelled. All the networks have 12 ten-kilometre long channels and a space step of 100 m which in total gives 1200 discretisation points. A flow event of the duration of one day was simulated for all these networks. The time step of 100 s was used which gives 864 time steps. All the simulations were performed on two desktop computers:
first, a Pentium 3 (Windows NT, 512MB/1 GHz) and second, a Pentium 4 (Windows XP, 512MB/2.8 GHz). The times needed for these simulations are given in Table 1 .
It must be pointed out here that NOAH 1D computational efficiency results from the use of a very efficient numerical algorithm and from its object-oriented structure.
Due to the use of a computationally more demanding numerical solution in NOAH 2D this modelling system does not show such computational efficiency.
NOAH 1D allows a variety of computational speeds to be used (the above results are achieved with the fastest option).
When interested in tracing some event one can run just one Another feature facilitated by the object-oriented structure is the ability to add new cross-sectional types (see Figure 5 ) with the minimum extension of the existing code. A special consequence of this is NOAH 1D's ability to deal with drainage systems and the receiving waters at the same time as it allows an extensive variety of cross sections. NOAH 1D's computational efficiency together with the extensive batching facilities enabled our colleagues to undertake research into effects of channel geometry and roughness on the flood frequency curves using a synthetically generated series of 10 000 years of rainfall records.
During the development period a series of ancillary tools and technologies emerged. Hydraulic Assistant, a steady state and backwater curve generator, was developed, originally as a test program to validate the object model for different cross-section types (see Figure 5 ). However, it soon became apparent that this test code was a useful teaching model and hydraulic design aid. Hydraulic Assistant has subsequently become a project in its own right. NOAH Rainfall Runoff is another spin-off using the object-oriented numerical (OON) approaches developed for the main NOAH 1D and 2D models. Unlike the Hydraulic Assistant code that reuses other NOAH 1D the rainfall runoff model uses the same numerical techniques and ideas to build a generic object framework capable of implementing a range of different rainfall -runoff algorithms. The text scripts are sent across the LAN or Internet using TCP/IP. All that is required for any model to join the NOAH Gibberish system is for the modelling system to have a TCP/IP socket (available in most modern compilers) and the ability to interpret the scripts. NOAH Gibberish was originally designed to enable NOAH 1D and NOAH 2D to communicate and interact with each other at a sub-time step.
NOAH Gibberish is currently implemented in NOAH 1D
using OON techniques that couple directly into the solver and approximation objects that make up the J-points.
DISCUSSION
The main reason why NOAH 1D is computationally efficient is the absence of decisions during run time (e.g. no time
consuming 'if' statements). All decisions are made during the initial set-up and objects are assigned direct pointers to the objects that will later supply them with their required information. For example, a discretisation point has to be able to calculate its cross-sectional area, top width and conveyance for any given water level. Classically, there would have been a subroutine that would calculate these values but each time it would have to check the type of cross section.
In a NOAH 1D set-up the physical point object (within a J-point) contains all the cross-sectional information.
Appropriate physical point objects are created at the start of the computation. Once within the time loop the other parts of the J-point, or neighbouring J-points, just take the required information from the physical point objects without needing to check the cross-section type.
The other reason for the computational efficiency is the avoidance of need to search for values as members of the arrays. All the procedures are executed along the linked lists and any member of the list has direct pointers to the other objects from which it needs information during the run-time.
CONCLUSION
A use of object-oriented approach in design and implementation of numerical codes within the NOAH modelling system has resulted in unexpected benefits. These are, in the first place, easier maintenance and extendibility, and in the case of NOAH 1D, exceptional computational efficiency.
The adopted approach has enabled inclusion of a variety of unusual user-friendly features and it has also opened up a possibility to build complex modelling systems by integration of self-standing systems on the level of their internal objects.
