Abstract. Maintaining contents of Web sites is an open and urgent problem on the current World Wide Web. Although many current tools deal with problems such as broken links and missing images, very few solutions exist for maintaining the contents of Web sites. We present a knowledge-based approach to the verification of Web-page contents. The user exploits semantic markup in Webpages to formulate rules and constraints that must hold on the information in a site. An inference engine subsequently uses these rules to categorise Web-pages in an ontology of pages, while the constraints are used to define categories of pages which contain errors. We have constructed WebMaster, a software tool for knowledge-based verification of Web-pages. WebMaster allows the user to define rules and constraints in a graphical format, and is then able to use these rules to detect outdated, inconsistent and incomplete information in Web-pages. In this paper, we describe the various options for semantic markup on the Web, we define a precise logical and graphical format for rules and constraints, and we report on our practical experiences with WebMaster.
Introduction
Maintaining contents of Web-pages is an obvious open problem. Anybody who has used the WWW has experienced the amounts of outdated, missing, and inconsistent information on many Web sites, even on those sites that are of crucial importance to individuals, companies or organisations. Websites are large, frequently updated, and constructed by multiple authors. All this makes it impossible to do manual maintenance on contents of Websites. In this paper we describe a software tool (provisionally named WebMaster) which supports an important aspect of Web maintenance, namely verification: the location of errors in Web-page contents. The functionality of WebMaster is in sharp contrast with most existing Web site maintenance tools. These existing tools deal with problems such as broken links, missing images, incorrect HTML etc, but unlike WebMaster, they do not analyse the semantic contents of the site.
A complication is that the data typically found on Web sites is only weakly structured. This makes computer support for Web-site maintenance hard to provide. For databases, methods have been developed to maintain the quality of high volumes of fast changing information from multiple providers, but the key to these methods is the very strict structure that a database imposes on its contents. These methods are not applicable to weakly structured data. In this paper we present an approach which does apply to weakly structured data.
WebMaster is intended to solve three types of problems that occur in Web sites: outdated information, missing information, and inconsistent (i.e. contradicting) information. A category of problems that is missing from this list concerns incorrect information. We have deliberately omitted it from the list of error-categories that WebMaster can locate. The reason for this is as follows: Each of the three above error-categories can be identified on the basis of knowledge about the Web site alone: inconsistent information can be detected by comparing different locations within the same site; missing information can be detected on the basis of rules stating which types of information must occur within a site; and outdated information can be identified by comparing temporal statements in the Web site with the external time. Because of this, each of these categories can indeed be identified effectively, as we will show in the remainder of this paper. For "incorrect information" however, it would be necessary to compare the contents of a Web site with the actual state of affairs in the external world described by the site. This would require a full "world-model" of the world described by the site, while the other three categories only require reasoning about a model of the Web site contents, and not of the external world Summarising, the aim of WebMaster is to support the maintenance of the contents of Web sites by verifying the contents of sites for outdated, missing and inconsistent information.
This approach is indeed "knowledge-based": the information providers use their domain specific knowledge to express which constraints should be imposed on the Web site contents. As usual in knowledge-based approaches, a strong point is that these integrity constraints can be highly domain specific since they are provided by domain experts, such as the information provider themselves.
Semantic Markup
In order to express integrity constraints on the contents of Web pages, an information provider must be able to refer to the semantic contents of such Web pages in a machineaccessible way. As has been pointed out by many authors [11, 4, 10] , HTML pages as currently encountered on the Web are unsuitable for this purpose. One of the results of a general push towards more semantic structure on the Web has been the development of the XML markup language XML allows Webpage creators to use their own set of markup-tags. These tags can be chosen to reflect the domain specific semantics of the information, rather than merely its lay-out. Fig 2 shows Summarising, we can say that markup to indicate the semantics of Web-page contents is a necessary requirement for expressing rules and constraints on this contents. Such semantic markup can be expressed in XML (which has been designed with this specific purpose in mind).
Ontologies: types and constraints
Now that we know how to express semantic markup in Web-pages, the next step in the knowledge-based verification of Web-page contents is to express rules and constraints on this contents. These rules and constraints will capture the users knowledge on the required contents of these pages, and will be used by an inference engine to determine potential errors (constraint violations) in the site. In this section, we will describe the formalism we have developed for expressing rules (to categorise pages into types) and constraints (to determine potential errors in pages). As the first step towards identifying errors in a Web site, it is useful to divide Web-pages into categories, where pages within a given category share certain properties. By organising such categories in a hierarchy of subcategories, we get a type-hierarchy (or: ontology). An example is shown in figure 3 . Such ontologies are well understood and often used as modelling devices in fields such as Knowledge Engineering and Software Engineering. The top of WebMaster's ontologies is always the type of "all pages" in the site (i.e. the universal type). Ontologies must be a tree (i.e. no multiple supertypes are allowed). To allow maximal flexibility in ontological modelling, we do not require subtypes to be either exhaustive or exclusive.
Constraint-types: describing categories of errors
Constraint types are special types meant to indicate error-categories. Whereas normal types group together all pages that share a given property, constraint types group together all pages that fail to satisfy a given property, where this property is again specified in the rule defining the constraint type. For example in fig. 3 , the type "missing CVs" consists of all homepages (ie. pages satisfying rule r 1 ) which fail to satisfy rule r 4 . In fig. 3 , constraint types are indicated by rectangles and normal types by rounded boxes. Typically, normal types are used to group pages into meaningful categories, while constraint types are used to collect pages that contain a particular type of error.
Both normal types and constraint types can be further divided into subtypes. This is shown in fig. 3 for normal types, but it is often also useful for constraint types. This allows to subdivide error-types into gradually more refined and smaller types of errors.
Rules
As mentioned above, both types and constraint-types are defined intensionally by rules that express which properties must hold (or fail to hold) on a page. In this section we will describe the formalism that is used in WebMaster for expressing such rules. As already mentioned earlier, these rules will refer to the semantic markup of the pages that must be categorised. More precisely, the rules will be phrased in terms of the labelled tree structure of these pages ( fig. 1) .
A trade-off must be struck between the expressiveness of these rules (to allow the information providers to express powerful constraints) and the efficiency with which the rules can be tested on specific Web-pages by the inference engine. Following a suggestion in [19] , we have chosen the following general logical form for our rules and constraints:
where the x, y and z are sets of variables, and each of the P i and Q j are binary predicates. The variables may be quantified over a given type T , for which we will use the notation This class of formulae is less expressive than full first order logic over the predicates P i and Q j (because of the limited nesting of the quantifiers), but is more expressive than Horn Logic (because of the existential quantifier in the right-hand side of the implication). As examples of such rules, we will now give some of the rule-definitions required for the ontology of fig. 3 .
Rule r 1 : Homepages. As the simplest example possible, let us assume that homepages can be identified simply because they contain the tag -tag anywhere in the page. According to fig. 3 , any page fulfilling this demand will be a member of the type homepages. In terms of the general schema above, the sets x and z consist of just a single variable, the sets y and P i are empty (so the left-hand side of the implication is trivially true, indicated by 6 ), and only one Q i predicate is used, namely descendant
Clearly, this example rule is so simple that it could still have been performed by a plain text-search engine (simply searching for the string " 
Since this definition concerns a constraint-type in figure 3 , any page that fails to satisfy the above demand on announcement-dates belongs to the constraint-type of outdatedpages Rule r 4 : Missing CV-page. As discussed earlier, we might require that every homepage must link to the CV page of the corresponding employee. This property of home-pages can be enforced by the following constraint rule:
home-pages n : PERSON3 -tag, (iii), the names appearing in both pages should be equal, and (iv) there should be a link from the home-page to the CV-page. Again, this rule defines a constraint type in fig. 3 , so any homepage violating this constraint will belong to the constraint-type missing-CVs.
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Rule r 5 : link back to root. A final example shows that our rules and constraints can also be used to check the connectivity in a site. Consider the following example:
Used as a normal rule, this defines the type of all pages which have a direct link back to the root-page of the site (i.e. a "back to root" button). Used as a constraint, it states that all pages must have such a "back to root" button, and collects all pages that fail to satisfy this requirement.
home-pages Clearly, we cannot expect the average Web-page builder to be able to express such logical formulae. Instead, we have developed a graphical notation for this purpose. This allows expressions like the above to be stated in a diagrammatic form which is intuitive for the information provider. These diagrams abstract from logical details, and yet are 1-to-1 translatable with the underlying logical formulae. In this paper we do not describe this graphical notation, but an example of this notation is shown in figure 4 . This figure shows the graphical representation of rule r 4 .
Inference Engine
Of course the whole point of having an intensionally defined ontology as in fig. 3 , defined by rules and constraints as defined above is to have these rules and constraints executed by an inference engine. This will deduce which Web-pages belong to which types. Type membership of constraint types is particularly relevant, since such constraint types indicate pages with errors.
We have constructed such an inference engine for the rule format defined in the previous section. Our current experience indicates that for this rule format, no sophisticated deduction-technology is required, and a simple generate-and-test engine (with some optimisation for the interleaving of the generate-and test-steps) is sufficient for practical ontologies on sites of up to a thousand pages.
6 Practical experience
Implementation
We have implemented a version of WebMaster which realises the full verification process. It enables users to graphically construct an ontology as in figure 3 , allowing for both normal types and constraint types. For each of these types, the user can graphically define the rule or constraint that must be used to determine the type-membership. Once these rules have been defined, the inference engine can be called to determine type-membership either for indicated types or for the entire ontology. The system displays a graphical map of the site that is being verified, and uses this map to indicate which pages belong to a given type. Figure 5 shows a screen-snapshot of WebMaster. It displays a graphical map of the site showing pages and the links between them (top-left window), a type-hierarchy of pages (broad center window), and a rule used to define one of the types in the hierarchy (to the right of the site-map).
Re-engineering Ontobroker
As described above, our knowledge-based approach to verification of Web-sites works best on Web-pages with semantic markup. (Whether this markup is expressed in XML or in HTML is irrelevant). However, such semantically marked-up pages are hard to find on the current Web. An important exception is the (KA) 2 -Ontobroker project [1, 11] . In this project, Knowledge Engineering researchers have developed an ontology to describe their own community, and have annotated a set of existing Web-pages (typically home-pages of individual researchers, research groups and research projects), using an HTML-compliant syntax which allows expressions from F-logic [13] (objects, classes and attribute-value pairs). These annotated pages are subsequently used to answer queries posed to an F-logic inference engine that has access to both the ontology and the pages.
We have used WebMaster's rule-language to recreate much of the (KA) 2 ontology. Membership of ontological classes in Ontobroker is mostly specified extensionally, so defining the ontological classes was simply a matter of recognising the relevant Ontobroker markup. Some of the (KA) 2 classes are defined intensionally via rules. Most of these could again be modelled using WebMaster's rule-formalism. Finally, we reconstructed many of the Ontobroker queries from the Ontobroker home-page 2 . We formulated each Ontobroker query as a WebMaster rule, after which Ontobroker's answer-set to the query corresponded to the WebMaster type defined by the rule. 
Application to plain HTML
Given the lack of Web-pages with semantic markup, we have also experimented with the application of WebMaster to plain HTML-pages, which only contain structural or layout markup but no semantic markup. What did come as a surprise to us was the amount of useful rules and constraints that we were able to formulate on plain HTMLpages, not using any semantic markup whatsoever. Constraints concerning reachability of pages (e.g. distance from root), layout of pages (e.g. conformance to house style), HTML usage (e.g. frames or scripts) and page-updates (e.g. find all recently updated pages) could all be expressed in simple WebMaster rules.
Related Work
In this section we discuss a number of related projects, which all exploit machineaccessible semantics in Web-pages for various purposes.
SHOE
SHOE ("Simple HTML Ontology Extension", [15] ), is an extension of HTML in which one can define ontologies and use these ontologies to annotate HTML pages. There are a number of important differences with WebMaster's notion of ontology. Firstly, WebMaster derives type-membership on the basis of required properties as stated in rules while in SHOE type-membership is mostly stated extensionally. Secondly, type objects in SHOE can be parts of an HTML page, while in WebMaster, only entire pages are members of types. Thirdly, SHOE's annotation language allows for attribute-value pairs to be associated with objects, while no such notion exists in WebMaster. Fourthly, although the SHOE markup language does allow rules to be stated for intensionally defined type-membership (in the form of negation-free Horn clauses), this notion is currently hardly used in SHOE, while in WebMaster, these rules are central to the entire approach.
Strudel
In section 1 we distinguished three different approaches to the problem of Web-site maintenance. One of these was to construct sites from information residing in databases, thereby reducing the problem of Web-site maintenance to that of data-base maintenance. Strudel [12] is a system which takes exactly this approach. In Strudel, information is taken from a variety of (possibly weakly-structured) data-sources. Such information is put into a structured format using specialised wrappers for each information source. Queries in a specialised query-language are then formulated on this structured information. These queries compute the required combinations of information-elements that must be presented in the Web-site. Finally, the results of these queries are turned into HTML-presentations using predefined HTML-templates.
The approach as taken Strudel does indeed guarantee the correct structure of Websites, since this structure is machine-generated on the basis of user-specified queries. However, the contents of the information in the site is not covered in the Strudel approach: the information is taken at face value from the various data-sources. In general, these data-sources are weakly structured and very heterogeneous, so verification of a combination of such information sources is a serious problem.
Summary and conclusions
Outdated, inconsistent and incomplete information is all too frequently encountered on the current WWW. In this paper, we have argued that knowledge-based verification techniques can be used to locate such errors. The knowledge-based approach exploits has a number of advantages over other potential approaches: in contrast with guarded updates, it leaves does not constraint the freedom of the page-author. Compared with generating Web-sites from a database, the knowledge-based approach can deal with much less strictly structured information, which is an important advantage in the context of the WWW.
Our knowledge-based verification of Web-sites relies on rules and constraints that are formulated by information-providers. WebMaster uses the rules to group Web-pages into ontological categories. It uses the constraints to define categories of pages that contain errors. We have defined a logical formalism for such rules and constraints. Because information providers cannot be expected to express themselves in a formal language, we have designed a graphical notation for rules and constraints which closely reflects the structure of annotated Web-pages (for the benefits of the human users) and which can be 1-1 translated into our logical formalism (for the benefits of WebMaster's inference engine).
Our experiences with WebMaster indicate that its rule-language is sufficiently expressive to capture almost any constraint occurring in practical Web-site verification. WebMaster performed well on semantically annoted pages that were constructed by others in an independent project. Somewhat to our surprise, rich semantic markup is not necessary precondition for WebMaster's knowledge-based approach. Already on plain HTML pages it is possible to formulate a rich variety of very useful rules and constraints. The possibility to incrementally add semantic markup to HTML pages makes it possible to gradually migrate from a traditional layout-oriented Web-site to a semantically rich site where AI technologies such as the one described in this paper can be used to their full potential.
