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ABSTRAKT 
Tato práce se zabývá návrhem pokrytí území radiovým signálem. Dané území je 
reprezentováno digitálním mapovým souborem, který vznikl v rámci projektu DEM 
(Digital Elevation Model). Základem je výpoet vzdáleností jednotlivých bod ve 
vybraném mapovém podkladu. Následn je s využitím optimalizaního algoritmu 
vypoítána pozice vysílae v map, nastavení radiového systému a výsledné pokrytí, jež 
je reprezentováno intenzitou elektrického pole, popípad pijímaným výkonem v celé 
map. Optimalizaní algoritmus v dané práci slouží k tomu, abychom nalezli nejlepší 
možné ešení z hlediska zadaných parametr (nap. výkon vysílae, výška vysílae) a 
výsledného pokrytí území. 
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ABSTRACT 
This thesis deals with radio network design for a chosen part of a map. Here map is 
represented by digital map file, which was created within the project DEM. First step is 
to calculate distances between points in chosen map. With help of optimization 
algorithms, appropriate position of transceiver in the map and parameters of radio 
systems are determined, also final coverage by radio signal, represented by intensity of 
electric field or received power in whole map. The optimization algorithm is used to 
find the best solution in terms of input parameters (e.g. power of transmitter, height of 
mast) and resulting coverage of land by radio signal. 
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11 ÚVOD 
V dané práci se budeme zabývat návrhem pokrytí území radiovým signálem. Úkolem je 
vytvoit program v prostedí Matlab, který bude schopen nad uritým územím vypoítat 
intenzitu elektrického pole i pijímaný výkon. Dané území bude reprezentováno 
pomocí *.hgt mapových sobor. S využitím optimalizaních proces se dle zadaných 
parametr nalezne nejvýhodnjší konfigurace pozice a parametr vysílae, pro dosažení 
co nejlepšího pokrytí území nad vybranou oblastí. 
Druhá kapitola se zabývá popisem digitálního elevaního modelu, rzných typ
digitálních map a nakonec popisem SRTM(Shuttle Radar Topografy mission) map a 
jejich vytváením. 
 Ve tetí kapitole se budeme vnovat šíení elektromagnetických vln, pevážn
jejich obecnému popisu pomocí Maxwellových rovnic. Následn šíení ve volném 
prostoru a nakonec jevm zpsobujícím útlum vlnní, v našem pípad pevážn
difrakci. V dané kapitole se také seznámíme s metodami výpotu útlumu, k nmuž 
dochází pi difrakci vlny na pekážce. 
tvrtá kapitola se zabývá popisem optimalizaních algoritm. Od popisu samotné 
teorie optimalizace, následované popisem námi zvolené metody a jejími úpravami a 
modifikacemi.  
Poslední kapitola se zabývá samotným modelem. Od naítání map, pes výpoet 
doplujících promnných, až po výpoet intenzity elektrického pole, i jiných 
výsledných parametr. Také zahrnuje seznámení se zjednodušeným kódem tak, 
abychom dosáhli co nejmenší výpoetní náronosti. Nakonec je v ní probrán návrh 
optimalizaního algoritmu naší úlohy, její naprogramování a odzkoušení na vybraném 
mapovém podkladu i jeho ásti. 
22 DIGITÁLNÍ MODEL TERÉNU 
Digitální modely terénu (DTM) jsou souvislé plochy, které krom hodnot nadmoských 
výšek (známé jako digitální výškový model – DEM) obsahují také další prvky, které 
popisují topografický povrch. Od svého vzniku, pibližn ped padesáti lety, byly 
vyvinuty rzné techniky pro tvorbu DTM. Až do konce 90. let byly vysoce kvalitní 
údaje získávány pevážn pomocí leteckých snímk a runího mení, nebo vektorizací 
vrstevnic z topografických map [1]. 
Kvalita DTM se výrazn zvýšila v posledním desetiletí v dsledku tí významných 
faktor. První bylo zavedení nových metod pro sbr dat, zejména z družic a letadel.       
U malých mítek (hrubší prostorové rozlišení) je použito „radar interferometric“ 
techniky (ifSAR) k vytvoení globálního DTM. Pro vtší mítka je použito leteckého 
laserového skenování (A.L.S.) [1]. 
Druhým faktorem je zvyšující se dostupnost dalších zdroj dat, které jsou užitené 
pro posouzení i zdokonalení kvality DTM. Krom leteckých snímk a vrstevnic lze 
použít další data obsahující výškové hodnoty, jako jsou základní body geodetické sít, 
mezní body katastrálních map, databáze budov a další související data. Za tetí, aplikace 
využívající DTM jsou nyní souástí každodenního života, nap. Google Earth3, NASA 
World Wind 5 [1]. 
ím vyšší je rozlišení, tím obtížnjší je hodnocení vstupních dat a sestavení DTM. 
DTM s vysokým rozlišením jsou tak více náchylné k chybám. Vizuální metody jsou 
velmi dležité pro vyhodnocení prostorových dat a mohou vyvážit nkteré nedostatky 
statistických metod [1]. 
V našem pípad použijeme mapy formátu *.hgt. O tchto mapách a procesu jejich 
vytváení si povíme více v následující podkapitole. 
2.1 SRTM 
Shuttle radar topografy mission(SRTM) je spolený projekt National Imagery and 
Mapping Agency  (NIMA) a National Aeronautics and Space Administration (NASA). 
Cílem projektu je vytvoit digitální topografické údaje pro 80% zemského povrchu, 
zmapování pevniny mezi 60° severní a 57° jižní šíky, s datovými body umístnými 
každou úhlovou vteinu (cca 30 metr) na zempisnou šíku. Absolutní vertikální 
pesnost bude 16 metr, pi 90% spolehlivosti. Tento radarový systém nasbíral data, 
která posloužila k vytvoení nejpesnjší a nejkompletnjší topografické mapy 
zemského povrchu, která byla kdy vytvoena [2]. 
Tyto údaje mohou být pizpsobeny, aby vyhovovaly potebám armády, civilní a 
vdecké skupin uživatel. Existují ale i jiná využití tchto dat, mezi nž patí nap. 
realistitjší letové simulátory, lepší umístní vysíla signálu a zvýšení naviganí 
bezpenosti. Jakýkoliv projekt, který vyžaduje pesné znalosti o tvaru a výšce zem
mže tžit z tchto údaj. Nkterými píklady jsou ochrana ped povodnmi, 
zalesování, monitorování sopek, výzkum zemtesení, sledování pohybu ledovc [2]. 
3Obr. 2.1 Rozmístní mících antén, pi SRTM misi (pevzato z [5])
SRTM data byla získána pomocí radarové interferometrie. Daná metoda je popsána 
v následující podkapitole. 
2.1.1 Interferometrie 
Interferometrie je velmi pesná metoda mení, v našem pípad založená na 
interferenci radiových vln. Nutno podotknout, že tato metoda se geometricky odlišuje 
od metod optických, dle pozorovacího úhlu. Základem je vyslání elektromagnetické 
vlny o urité polarizaci smrem k zemi a její píjem ve stejné i jiné polarizaní rovin
[6]. 
SRTM byla „fixed-baseline“ interferometrickou misí. To znamená, že ve stejnou 
dobu byly shromáždny dv sady radarových dat a antény sloužící ke sbru dat byly 
oddleny danou pevnou vzdáleností. Hlavní anténa, umístná v nákladním prostoru 
raketoplánu „osvtluje“ danou ást zem. Když tyto vlny narazí do zemského povrchu, 
jsou rozptýleny do rzných smr. Tyto rozptýlené vlny jsou pak pijímány dvma 
anténami, hlavní a vedlejší [3]. 
Výchozí vzdálenost mezi hlavní a vedlejší anténou byla známa velmi pesn a 
zstala konstantní. Bhem mení dat se mnila jen vzdálenost k zemskému povrchu, ve 
vztahu k obma anténám. S odraženým radarovým paprskem byl bod, kde došlo 
k odrazu mírn odlišný pro hlavní a vedlejší anténu [3]. 
Pomocí informací o vzdálenosti mezi dvma anténami a rozdíly v odražených 
radarových signálech mohla být vypotena pesná nadmoská výška [3]. 
42.1.2 Výsledná mapa pokrytí 
SRTM shromáždila údaje pro vtšinu zemského povrchu, který leží mezi 60° severní a 
57° jižní šíky. To je asi 80% veškeré pdy na Zemi. V následující map barvy 
jednotlivých bod indikují, kolikrát byla daná oblast zmapována pomocí SRTM. Pro 
zem, žluto-zelená barva znamená jedno mení, zelená dv atd., jak je uvedeno 
v legend v levém dolním rohu. Nad vodou je použit barevný kód v odstínech modré. 
Oblasti oznaené ervenou barvou nemohly být zmapovány. SRTM byla topografická 
mise, takže data byla získána pedevším na zemi. Malé množství dat bylo shromáždno 
nad vodou pro kalibraní úely [4]. 
Výsledná SRTM data lze nalézt na internetových stránkách uvedených v Tab. 2.1. 






Obr. 2.2  Zmapované území pi SRTM (pevzato z [4]).
53 ŠÍENÍ EM VLN  
Elektromagnetické vlny jsou nositelem energie elektromagnetického pole. Na rozdíl od 
mechanických vln se mohou šíit i vakuem. Práv rychlost elektromagnetických vln ve 
vakuu je podle Einsteinovy teorie relativity horní hranicí, kterou látková tlesa 
nemohou pekroit. Píkladem elektromagnetických vln je svtlo, tepelné nebo 
ultrafialové záení, rozhlasové a televizní vlny, rentgenové záení a další [7]. 
Elektromagnetická vlna se skládá z elektrické a magnetické složky, které jsou na 
sebe navzájem kolmé a zárove kolmé na smr šíení vlny. Elektromagnetické vlny lze 
popsat pomocí Maxwellových rovnic. 
3.1 Maxwellovy rovnice 
Maxwellovy rovnice vyjadují souhrnn zákony elektromagnetického pole, tedy 
vzájemné obecné souvislosti mezi veliinami popisují toto pole v každém míst
prostoru. Maxwellovy rovnice v integrálním tvaru je možno vyjádit následující 
soustavou rovnic (3.1) - (3.4)  [8]. První rovnice je formulována jako 





kde H je intenzita magnetického pole, dl je libovoln orientovaná uzavená kivka, Izdroj
je proud vyvolaný zdrojem vlnní, Iind je proud indukovaný elektrickým polem, d je 
tok elektrického pole uritou plochou. Daná rovnice íká, že zmna elektrického toku a 
dané proudy vytváejí magnetické pole. Další rovnice je formulována následovn
     

 (3.2)
kde E je intenzita elektrického pole, dl je libovoln orientovaná uzavená kivka,  je 
magnetický indukní tok. Daná rovnice íká, že zmna magnetického toku vytváí 
elektrické pole. Další rovnice je formulována následovn
    
 (3.3)
kde D je elektrická indukce, S je libovoln orientovaná plocha, Q je elektrický náboj. 
Daná rovnice íká, že elektrický tok uzavenou plochou, je roven náboji uzaveném 
touto plochou. Poslední rovnice je formulována jako
6    
 (3.4)
kde B je magnetická indukce, Sje libovoln orientovaná plocha. Daná rovnice íká, že 
magnetický tok uzavenou plochou je nulový. 
Vektory intenzit polí E, Ha indukcí D, B jsou vzájemn svázány materiálovými 
vztahy. V lineárním izotropním prostedí, kde parametry prostedí nezávisí na velikosti 
veliin elektromagnetického pole a jsou stejné ve všech smrech, platí [8].             (3.5)
kde D je elektrická indukce, je permitivita prostedí, r je relativní permitivita, 0 je 
permitivita vakua, E je intenzita elektrického pole. 
           (3.6)
kde B je magnetická indukce,  je permeabilita prostedí, r je relativní permeabilita, o 
je permeabilita vakua, H je intenzita magnetického pole. 
Konstantami úmrnosti jsou zde permitivita prostedí  a jeho permeabilita . Ve 
vakuu mají tyto veliiny hodnoty  0= 10
-9/36   (F/m) a  = 4Ǹ.10-7 (H/m). Relativní 
permitivita r a relativní permeabilita r jsou bezrozmrné veliiny, udávající kolikrát je 
permitivita i permeabilita daného prostedí vtší než ve vakuu [8]. 
Elektrické pole psobící ve vodivém prostedí vyvolává v tomto prostedí vodivý 
proud. Vektor plošné hustoty vodivého proudu J (jednotkou je A/m2) je pímo úmrný 
vektoru intenzity elektrického pole E, dle vztahu  !   (3.7)
konstantou úmrnosti je zde mrná vodivost prostedí (jednotkou je S/m).[8] 
Popis elektromagnetického pole integrálními rovnicemi (3.1)- (3.4) má obecnou 
platnost. Jejich ešení, nutné pro urení prostorového nebo asového rozložení intenzit 
polí nebo indukcí, je však velmi obtížné a v ad situací zvládnutelné jen numerickými 
metodami. Maxwellovy rovnice (3.1) až (3.4) je možno pevést na soustavu 
diferenciálních rovnic 
"#    	
   
  $$ (3.8)
kde rot H je rotace vektoru magnetického pole, Jzdroj proudová hustota zdroje, Jind 
proudová hustota indukovaného pole, D/t je hustota posuvného proudu. 
"#  $$ (3.9)
kde rot H je rotace vektoru elektrického pole, B/t je derivace magnetické indukce. 
7%&  ' (3.10)
kde div D je divergence vektoru elektrické indukce,  je objemová hustota náboje. 
%&   (3.11)
kde div B je divergence vektoru magnetické indukce. 
Soustava diferenciálních rovnic (3.8) - (3.11)je snadnji ešitelná, ale popisuje jevy 
jen v oblastech, kde jsou vektory E, H, D a B spojité a diferencovatelné [8]. 
3.2 Šíení EM vln volným prostorem 
Pi šíení EM vln volným prostorem je jediným elementem zpsobujícím útlum rostoucí 
vzdálenost od zdroje. Jelikož se nezahrnují do tohoto typu šíení další elementy, lze 
vypoítat výslednou intenzitu EM pole v míst píjmu jako 
  ()*+,+ (3.12)
kde E je hodnota intenzity elektrického pole v bod pozorování, Pv výkon na vstupu 
vysílací antény, Gv zisk vysílací antény v píslušném smru a d je vzdálenost vysílací 
antény a bodu píjmu [9]. 
Pi šíení reálným prostorem bychom museli celou rovnici 3.12 vynásobit initelem 
útlumu vi volnému prostoru. 
Namísto intenzity pole, v míst pijmu, mžeme vypoítat pijímaný výkon dle 
následujícího vzorce *-./  *+01  ,+01  ,-./  23 (3.13)
kde Ppíj je pijímaný výkon v dBm, Pvys je výkon vysílae v dBm, Gvys je zisk vysílací 
antény v dBm, Gpíj je zisk pijímací antény v dBm a FSL je útlum volným prostorem. 
Pokud známe intenzitu EM pole v míst píjmu a zárove je v míst píjmu 
umístna pijímací anténa o známém zisku Gp, potom lze také vypoítat výkon v míst
píjmu dle následujícího vzorce 
*-  456789 ,-:
6
;9  *+,+,- < :;9=
6
(3.14)
Hodnotu intenzity EM pole lze také vyjádit jako výkonovou úrove pijatou 
pijímací anténou dle následujících vzorc

>?  8 @ABCDE7FG (3.15)
8Obr. 3.1 Znázornní Fresnelovy zóny (pevzato z [10])
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 @AB JKL	 (3.16)
kde PdBm je výkon (jednotkou je dBm) pijatý pijímací anténou v bod píjmu, EdBu je 
intenzita elektrického pole (jednotka dBµV/m) v míst píjmu, f frekvence v MHz [9].  
V nkterých pípadech mohou být intenzita EM pole i pijímaný výkon vyjádeny 
jejich decibelovou hodnotou, vše záleží na tom, v jakých jednotkách požadujeme 
výslednou hodnotu. Nutno podotknout, že použití decibelových hodnot mže v uritých 
pípadech vést ke zjednodušení výpotu dané hodnoty. 
3.3 Útlum EM vln 
Pokud se jedná pouze o útlum vlny šíením volným prostorem (FSL), lze jej vypoítat 
pomocí následujícího vzorce 
23  <;9: =
6  <;9JM =
6
(3.17)
kde d je vzdálenost penosu signálu v metrech,  je vlnová délka signálu v metrech, c je 
rychlost svtla v metrech za sekundu a f je frekvence signálu v Hz. 
FSL je možné vyjádit i v decibelové míe úpravami vztahu 3.17 následovn
23  7  @ABN <;9: =
6  8   @ABN <;9: = (3.18)
což lze následn zapsat i jako 
23  )8I;;  8  @ABNOJKL	P  8  @ABNOQEP (3.19)
kde FSL je útlum šíení volným prostorem v dB, fMHz je frekvence signálu v MHz a dkm
je vzdálenost na kterou probíhá penos v kilometrech. 
V dané úloze se budeme vnovat pouze difrakci vlny na pekážce. Zanedbáme tedy 
další možnosti, jako jsou vícecestné šíení, úniky signálu a vlastnosti prostedí, kterým 
se vlna šíí, jelikož jediným elementem zpsobujícím útlum je terén, který mže 
zasahovat do Fresnelovy zóny. 
9Obr. 3.2 Difrakce na pekážce (pevzato z [11])
Fresnelovu zónu si lze pedstavit jako rotaní elipsoid mezi vysílaem a 
pijímaem, jak je znázornno na Obr 3.1. Ideální podmínky pro šíení bez útlumu jsou 
„volná“ trasa vysíla-pijíma a „volná“ Fresnelova zóna.  
Pokud je více než 60 % první Fresnelovy zóny volné, lze pedpokládat, že signál se 
šíí jako pi šíení ve volném prostoru. Polomr Fresnelovy zóny v daném bod lze 
vypoítat následovn
"RS T UV: N6N  6 (3.20)
kde d1 je vzdálenost od vysílae, d2 vzdálenost od pijímae,  je vlnová délka signálu a 
n znaí íslo Fresnelovy zóny. 
Nyní, pokud terén zasahuje do více, než 40 % Fresnelovy zóny, nahradíme ho 
rovinnou pekážkou kolmou na rovinu vysílae a pijímae. 
Nejprve vypoteme intenzitu pole E(S), na rovin pepážky S tak, jakoby tam 
pepážka nebyla. Pedpokládáme, že od zdroje V se šíí kulová vlna 
OP  W XFQY"N (3.21)
zde C znaí konstantu závislou na vyzaovaném výkonu zdroje a k je vlnové íslo [10]. 
S využitím Huygensova principu, kdy každý bod roviny S považujeme za 
Huygensv zdroj, o intenzit E(S) (3.21), nyní mžeme výslednou intenzitu v bod P 
vypoítat, jako souet záení jednotlivých element roviny S následovn. [11] 




Další ešení problému difrakce tímto zpsobem vede k výpotu Fresnelových 
integrál, což by vedlo ke zdlouhavým a nároným výpotm. 
Namísto tohoto složitého ešení se rozhodneme využít ešení jednodušší, které si 
vystaí pouze s výškou pekážky a jejími vzdálenostmi od vysílae a pijímae. 
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3.3.1 Aproximace pekážky 
Jelikož integrální výpoet útlumu pekážky, je velmi složitým poinem, využijeme 
výpotu pomocí difrakního parametru. Ze znalosti výšky pekážky h, vzdálenosti od 
pijímae d1 a pijímae d2, a vlnové délky signálu  lze urit Fresnel-Kirchoffv 
difrakní parametr v, následovn: 
&  `  U8  ON  6P:N6 (3.23)
jak lze pozorovat, ím vtší je výška pekážky, tím vtší je difrakní parametr v. Dále je 
možné z následujícího grafu urit, že s rostoucím difrakním parametrem v, roste útlum 
pekážky. 
Obr. 3.3  Závislost útlumu pekážky na difrakním parametru v, pevzato z [19]
Dle Williama C. Leeho [20], lze vypoítat pedpokládaný útlum pekážky refrakcí, 











kde Gd (dB) je pedpokládaný útlum pekážky a v její ‚Fresnell-Kirchoffv difrakní 
parametr. 
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 V pípad výskytu více pekážek na poítané trase, je možné použít nkterý 
z následujících model. Každý z tchto model pistupuje jiným zpsobem k výpotu 
difrakního parametru v, jednotlivých pekážek, což má za následek jiný výsledný 
útlum celé trasy. 
Bullingtonv model je nejjednodušším, ale také nejmén pesným pípadem. 
Redukuje celou trasu na jedinou, hlavní, pekážku v míst, kde se protínají pímé 
viditelnosti vysílae i pijímae. Nevýhodou je, že tato pekážka mže být ešením pro 
více pípad, také jsou zanedbány další pekážky, které mohou mít na útlum dané trasy 
zásadní vliv.  
Obr. 3.4 Píklad Bullingtonovy metody [autor] 
Podrobnjší vysvtlení provedeme na píkladu z Obr.3.4. Pekážky .1 a .2 urují 
pímou viditelnost vysílae, respektive pijímae. V míst stetu pímých viditelností je 
vytvoena nová pekážka, pro kterou vypoítáme difrakní parametr v(h) dle vzorce 
3.23. Dle jeho velikosti poté vypoítáme výsledný útlum danou pekážkou L(v(h)), 
který odpovídá výslednému útlumu trasy. Lze si povšimnout zanedbané pekážky, která 
ovšem zpsobí nejvtší útlum signálu na trase v porovnání s dalšími pekážkami. 
Epstein-Petersonv model uvažuje refrakci na každé signifikantní pekážce na 
trase a výsledný útlum je soutem tchto útlum. 
Obr. 3.5 Píklad Epstein-Petersonovy metody [autor] 
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Podrobnjší vysvtlení provedeme na píkladu z Obr. 3.5. V tomto pípad jsou na 
trase V-P dv pekážky. Pokud uríme pímé viditelnosti mezi pekážkami, vysílaem a 
pijímaem, dostaneme výsledné výšky pekážek vzhledem k pravidlm této metody. 
Díky této znalosti nyní mžeme vypoítat difrakní parametry jednotlivých pekážek 
v(h1) a v(h2). Nyní lze urit výsledný útlum jako L = L(v(h1)) + L(v(h2)).  
Na první pohled se tato metoda jeví jednoduše, ale s pibývajícím potem pekážek 
je složitjší urit pímé viditelnosti mezi nimi, vysílaem a pijímaem. Což mže vést 
ke složitjšímu urení výsledných výšek pekážek a následn ke špatnému výpotu. 
Deygoutv model nalezne dominantní pekážku na trase, napíklad tu s nejvtším 
v(h), a vypoítá útlum dalších pekážek vzhledem k této pekážce. Celkový útlum je 
poté soutem útlumu dominantní pekážky a druhotných pekážek.  
Obr. 3.6  Píklad Deygoutovy metody [autor] 
Jako v pedchozích pípadech provedeme podrobnjší vysvtlení na píkladu 
z Obr.3.6 . Daný píklad už oznail hlavní pekážku, s nejvtším difrakním 
parametrem v(h). Pro tuto pekážku následovn provedeme výpoet jejího útlumu 
L(v(h)) dle vzorce 3.24. Nyní vytvoíme novou trasu, uvažující pímou viditelnost mezi 
vysílaem a dominantní pekážkou, a také dominantní pekážkou a pijímaem. Dále 
nalezneme všechny ostatní pekážky, které tuto novou trasu narušují, což jsou pekážky 
.1 a .3. Vypoteme jejich difrakní parametry v(h1) a v(h2). Z difrakních parametr
dále vypoteme zpsobený útlum L(v(h1)) a L(v(h2)). Výsledný útlum je poté dán jako L
= L(v(h))+ L(v(h1))+ L(v(h2)). 
Existují i další metody pro výpoet difrakce, a už se jedná o modifikace 
pedchozích metod, napíklad Giovanelliho metoda [35], i jiné. Výpis nejznámjších 
metod lze nalézt v Tab. 3.1. 
Ve vtšin pípad se jedná o metody vycházející z nkteré již zmínné metody. 
Tyto metody vtšinou upravují danou metodu tak, aby pi výpotu docházelo k co 
nejmenší chyb. Napíklad výpotem doplujících faktor, které se piítají k výsledné 
hodnot, i úpravou geometrie trasy, což mže být napíklad zavedení ekvivalentních 
výšek antén. 
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V našem pípad hledáme metodu co nejpesnjší, ale také nejmén náronou na 
výpoetní operace. Z toho dvodu jsme se rozhodli využít Deygoutovu metodu. 
V rámci výpoetní náronosti se jeví jako jedna z náronjších, ovšem dosahuje 
dobrých výsledk z hlediska pesnosti i vzhledem k tomu, že Giovanelliho metoda, 
která dosahuje nejlepších výsledk, vychází práv z této metody. 
Pro více informací si lze prostudovat literaturu [21] i jiná doporuení ITU, která se 
zabývá podrobnjším popisem tohoto problému. Dále také literaturu [35]. 
3.4 Výpoet výsledných hodnot 
Naším úkolem je výpoet intenzity el. pole v míst píjmu, popípad pijímaného 
výkonu. V pípad šíení signálu volným prostorem je možno použít nkterý ze vzorc
3.12 – 3.14. Pokud ovšem uvažujeme i ztráty refrakcí, modifikujeme vzorec 3.13 tak, 
aby tyto ztráty zahrnul 
*-./  *+01  ,+01  ,-./  23  3 (3.25)
kde DL oznauje ztráty difrakcí v dB, které uríme pomocí vzorc 3.23 a 3.24. 
V tomto bod jsme tedy schopni vypoítat pijímaný výkon v dBm. Nyní se 
zamíme na jeho vyjádení jako intenzitu pole. Toho docílíme úpravou vzorc 3.15 a 
3.16. Nejprve vyjádíme ze vzorce 3.16 hodnotu EdBu . 

>?  *
>E  HHI8  8  @ABNOJKL	P (3.26)
V tomto pípad už vlastníme hodnotu intenzity pole. Pokud danou intenzitu 
požadujeme v základních jednotkách, tedy V/m, upravíme vztah 3.15 k pevodu na tuto 
hodnotu následovn
CDE  7FG  7opqrs6 t (3.27)
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4 OPTIMALIZACE  
Optimalizaci lze zjednodušen popsat jako proces, pi kterém hledáme nejlepší možné 
ešení daného problému, z urité skupiny ešení, na základ vstupních parametr. 
Kvalitu daného ešení lze vyjádit jeho kriteriální funkcí.  
Kvalita ešení optimalizaního procesu je vyjádena tzv. kriteriální funkcí, kterou 
formuluje uživatel s ohledem na požadovaný výstup. Kriteriální funkce je formulována 
tak, aby v pípad ideálního ešení nabývala minimální, popípad maximální hodnoty. 
Optimalizací je pak myšleno hledání této minimální i maximální hodnoty a jejím 
výsledkem jsou vstupní stavové promnné pro toto ešení. Optimalizaní úlohu lze 
popsat pomocí rovnice 
u%V%vw%xy[JEOzPIv  7I8I { IuI|#`XXvVwzEOP e zOP e zE}~OP V  7I8I { IIMQOzP  I  7I8I { I 
(4.1)
kde fm oznauje m-tou kriteriální funkci, M je poet kritérií, x
(n) je n-tý prvek vektoru 
stavových promnných, xmin a xmax vymezují pípustné hodnoty stavových promnných, 
N je celkový poet stavových promnných, ck je k-tá omezující funkce, která dopluje 
další závislosti mezi stavovými promnnými nebo hodnotami kriteriální funkce [12]. 
V naší úloze využijeme metodu PSO, kterou podrobnji probereme v následující 
kapitole. 
4.1 Particle swarm optimization (PSO) 
Metoda pedstavená Eberhartem a Kennedym v roce 1995 [14]. Pvodn inspirovaná 
migraci hejna pták pi hledání potravy. Daná metoda dokáže konkurovat genetickým 
algoritmm, dokonce je pedí v ešení uritých úloh. Práv tuto metodu využijeme pi 
výsledné optimalizaní úloze. 
Jednotlivé ástice roje jsou zde reprezentovány jejich polohou a jejich rychlostí. Na 
zaátku náhodn rozmístíme ástice v prostoru a vygenerujeme jim náhodné rychlosti. 
Nyní oznaíme hodnotu každé ástice jako pbest, tedy nejlepší možné ešení nalezené 
touto ásticí. Hodnoty pbest porovnáme a tu, která dosahuje nejlepšího ešení kriteriální 
funkce, uložíme jako pbest, tedy nejlepší ešení nalezené všemi ásticemi. 
Pvodní algoritmus, z roku 1995, poítá nové hodnoty rychlostí ástic dle 
následujícího vzorce 
&N & WN  "N  OX|  zP  W6  "6  OX|  zP (4.2)
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kde vt+1 je rychlost ástice v následující iteraci, C1 a C2 jsou konstanty, vtšinou se 
udává C1 = C2 = 2, r1 a r2 jsou náhodná ísla z intervalu (0,1), gbest oznauje polohu, v 
níž kriteriální funkce dosahuje nejlepšího ešení, nalezeného v rámci celého roje, pbest
oznauje polohu nejlepšího ešení nalezeného danou ásticí, xt je souasná poloha dané 
ástice v prostoru. 
Následn vypoítáme nové polohy ástic jako souet polohy ástic z pedchozí 
iterace a jejich nové rychlosti, urené v aktuální iteraci, t+1zN z &N (4.3)
kde xt+1 je nová poloha ástice, xt je poloha ástice v pedchozí iteraci a vt+1 je nová 
rychlost ástice v této iteraci. 
Dalším krokem je porovnání nov nalezených pozic ástic s hodnotami pbest. 
Pokud vykazuje nová poloha ástice lepší výsledek kriteriální funkce než pbest dané 
ástice, uložíme danou polohu jako pbest dané ástice. Následn opt vybereme z pbest
nejlepší ešení a uložíme ho jako pbest. 
Výpoet nových pozic opakujeme do té doby, dokud není splnna ukonovací 
podmínka. Celkový zámr PSO lze tedy popsat jako snahu o posouvání daných ástic 
smrem k ástici, která je nejblíže optimálnímu ešení. 
4.1.1 Modifikace PSO 
Vtšinou se jedná o modifikace výpotu rychlosti ástic, které mají napíklad zajistit 
rychlejší konvergenci k optimálnímu ešení. 
Píkladem mže být zavedení inerciální váhy, pedstavené Shi a Eberhartem [15]. 
&N   & WN  "N  OX|  zP  W6  "6  OX|  zP (4.4)
kde w je inerciální váha, jež je vtšinou vypoítanou hodnotou, která se v prb výpotu 
mní. Pesnji je snižována ze svého maxima do svého minima. Inerciální váha je 
obvykle vypoítána jako 
  E}~ OE}~  EP  E}~ (4.5)
kde w je inerciální váha, wmax je maximální hodnota inerciální váhy, wmin je minimální 
hodnota inerciální váhy, N je poet iterací a Nmax je maximální poet iterací. 
Inerciální váha mže být i fixní hodnotou, poté ovšem metoda PSO dosahuje 
horších výsledk, než pi jejím postupném snižování. Další možnosti výpotu inerciální 
váhy lze nalézt v literatue [16]. 
Existují i další varianty PSO, pro diskrétní optimalizaci, obsahující komponenty 
z jiných pístup, s jinými pravidly pro výpoet rychlosti ástic atd. [17] 
Práv modifikovanou variantu PSO (4.4), jak s promnnou (4.5), tak s fixní 
inerciální váhou, využijeme pi ešení optimalizaní úlohy. 
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4.2 Vícekriteriální optimalizace 
Pokud daný problém optimalizace zahrnuje více jak jednu kriteriální funkci, hovoíme o 
vícekriteriální optimalizaci. Poté nastává otázka, zda jsou nkterá z kritérií protichdná 
i nikoli. Pokud daná kritéria protichdná nejsou, mla by úloha smovat k jedinému 
optimu.  
V pípad, že jsou daná kritéria protichdná, je ešením vícekriteriálního problému 
tzv. Paretovo elo.  
Paretovo elo je vlastn jakýsi soubor ešení s nejlepšími hodnotami 
kriteriálních funkcí vzhledem k ostatním kritériím. Pokud budeme chtít zlepšit dané 
ešení v rámci jednoho kritéria, zhorší se nám tím další kritéria. 
Píkladem budiž následující píklad, sledujme kvalitu a cenu výrobku. Budeme 
chtít dosáhnout co nejvyšší kvality, ale zárove co nejmenší ceny výrobku. V tomto 
pípad tedy máme dv protichdná kritéria. Podívejme se nyní na Obr 4.1, který 
ilustruje daný pípad. 
Obr. 4.1 Píklad Paretova ela 
Z daného obrázku je patrné, že existuje více optimálních ešení. Vtšinou nás 
zajímá ešení jediné, poté je nutné se rozhodnout, zda je pro nás výhodnjší nejvyšší 
kvalita, piemž zaplatíme nejvíce nebo se rozhodneme pro nejmenší cenu na úkor 
kvality. Další možností je zvolit kompromis mezi danými kritérii a vybrat si nkteré 
z ešení, jež leží uprosted Paretova ela. 
Dále se budeme zabývat problémem nalezení Paretova ela pi vícekriteriální 
optimalizaci, ehož je dosaženo pomocí tzv. nedominatního tízení. 
4.2.1 Nedominantní tízení 
Vtšina vícekriteriálních optimalizaních algoritm využívá principu dominance pi 
hledání výsledných ešení. Princip dominance spoívá v jednoduchém porovnání, zda 
jedno ešení dominuje druhé i nikoli. Pedstavme si, že porovnáváme dv ešení 
problému, který má dv kriteriální funkce, poté mohou nastat dva pípady [18].  
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V tomto pípad jsou hodnoty kriteriálních funkcí prvního ešení lepší, než hodnoty 
kriteriálních funkcí ešení druhého, popípad naopak. Tedy jedno ešení je lepší 
v obou parametrech. 
2) Nedominantní ešení. 
V tomto pípad má první kriteriální funkce prvního ešení lepší hodnotu, než první 
kriteriální funkce ešení druhého. Zárove má však druhá kriteriální funkce druhého 
ešení lepší hodnotu, než druhá kriteriální funkce prvního ešení. Ani jedno z ešení 
tedy není lepší než druhé v obou parametrech. 
Jak již bylo zmínno, ešením vícekriteriální optimalizace je tzv. Paretovo elo, které 
obsahuje všechna nejlepší ešení daného problému z hlediska všech kriteriálních funkcí. 
Všechna tato ešení jsou vi sob nedominovaná, ale dominují všechna ostatní 
ešení, která mohou nastat. Z tohoto dvodu je teba provést nedominantní tízení. 
K tomu mžeme využít následujících pístup. 
1) Slow & Naive [18] 
V tomto pístupu je každé ešení i porovnáno s ostatními ešeními pro dominanci. 
Pokud je ešení i dominováno alespo jedním z ostatních ešení populace, oznaíme 
ho jako dominované. Nicmén pokud žádné z ešení nedominuje ešení i, poté 
ešení i patí do skupiny nedominovaných ešení. 
Daný pístup lze charakterizovat v nkolika krocích následovn, kde hledáme 
nedominovaný set ešení množiny P o velikosti N. 
I. Nastavíme íta potu ešení i = 1 a vytvoíme prázdnou množinu P‘, do 
které budeme ukládat nedominovaná ešení. 
II. 	ešení j, z množiny P, takové, že i 
 j, porovnáme na dominanci s ešením i. 
Pokud ešení j dominuje ešení i, pejdeme ke kroku IV. 
III. Pokud nám v množin P zbývají další ešení, zvýšíme j o 1a vrátíme se do 
kroku II. Pokud nám již žádná ešení nezbývají, uložíme ešení i do množiny 
P‘, tzn. I je nedominovaným ešením. 
IV. Zvýšíme i o 1. Pokud je i < N, pejdeme ke kroku II. Jinak zastavíme hledání 
a oznaíme množinu P‘ za nedominovaná ešení. 
2) Continuously updated [18] 
Tento pístup je podobný pedchozímu, je zde však proveden lepší zpsob uchování 
ešení, což vede k rychlejšímu bhu algoritmu. V tomto pístupu je každé ešení 
porovnáno s ásten naplnnou populací pro dominanci. Na zaátku je první ešení 
z populace uloženo do prázdné množiny P‘. Poté je každé ešení i (od druhého po 
poslední) porovnáno se všemi ešeními v P‘.  
Pokud není ešení i dominováno žádným z ešení v množin P‘, je ešení i 
uloženo do této množiny. Pokud nkteré z ešení i dominuje njaké ešení 
v množin P‘, pak je dominované ešení odstranno z množiny P‘. Pokud nám 
nezbývají žádná ešení i k porovnání, jsou výsledné hodnoty uložené v množin P‘ 
nedominovaná ešení. 
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Daný pístup lze charakterizovat v nkolika krocích následovn
I. Inicializujeme P‘ = {1}. Nastavíme íta potu ešení i = 2  
II. Nastavíme j = 1. 
III. Porovnáme ešení i s ešením j z P‘ na dominanci. 
IV. Pokud i dominuje j, vymažeme j-tý len z množiny P‘. Pokud j < |P‘|, 
zvýšíme j o 1 a pokraujeme krokem III, jinak pokraujeme krokem V. 
Zárove, pokud j-tý len P‘ dominuje i, zvýšíme i o 1 a pokraujeme krokem 
II. 
V. Uložíme i do množiny P‘. Pokud je i < N, zvýšíme i o 1 a pejdeme ke kroku 
II. Jinak zastavíme hledání a oznaíme množinu P‘ za nedominovaná ešení. 
Popis a postup ešení daných pístup byl pevzat z [18], kde lze nalézt i další možnost 
pístupu. 
4.2.2 Vícekriteriální PSO (MOPSO) 
Vícekriteriální PSO je modifikací základní metody PSO tak, abychom mohli ešit 
problémy s více parametry. 
Jelikož výsledkem vícekriterální optimalizace je více než jedno ešení, musíme 
upravit metodu PSO tak, aby nesmovala pouze k jedinému optimu. Toho dosáhneme 
úpravou výbru hodnot gbest a pbest pro jednotlivé ástice. 
Nyní bude hodnota pbest každé ástice vybrána, jako první nedominované ešení, 
jež bylo ásticí nalezeno. Do doby, než ástice nalezne dané ešení, porovnáváme novou 
hodnotu ástice s jejím pbest. Pokud je pbest dominováno novou hodnotou ástice, 
oznaíme tuto hodnotu jako nové pbest. 
Každá ástice také bude mít svou vlastní hodnotu gbest. Daná hodnota bude urena 
jako nedominované ešení, kterému je ástice nejblíže v n-rozmrném prostoru. 
Posledním krokem je zajištní rovnomrného pokrytí Paretova ela. K tomu nám 
poslouží tzv. crowding distance (CD). 
 Pi výpotu crowding distance vzestupn seadíme jednotlivé kriteriální funkce. 
Nejvyšší a nejmenší hodnot kriteriální funkce piadíme njakou vysokou hodnotu CD, 
napíklad nekoneno. Pro ostatní hodnoty kriteriálních funkcí vypoítáme CD 
následovn
W  JN  JFNJE}~  JE (4.6)
kde fmax je maximální hodnota kriteriální funkce, fmin je minimální hodnota kriteriální 
funkce, fi+1 je následující hodnota kriteriální funkce, fi-1 je pedchozí hodnota kriteriální 
funkce. 
Výsledná CD, je poté soutem jednotlivých CD daných ešení, vypoítaných pro 
všechny kriteriální funkce. 	ešení dosahující nejvyšší hodnoty CD jsou pro nás 
nejzajímavjší, také nám zajistí rovnomrné pokrytí Paretova ela. 
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5 MODEL POKRYTÍ 
Jak již bylo zmínno, daný model budeme vytváet v programovém prostedí Matlab. 
Z dvod snadnjšího zpracování a také díky schopnosti zpracovat vtší objem dat než 
starší verze byl zvolen Matlab 2013a, popípad verze 2013b. 
Základem je úprava skriptu pro naítání a vykreslení *.hgt soubor tak, abychom 
obdrželi matici obsahující hodnoty nadmoských výšek. Následn se budeme zabývat 
výpotem pokrytí ve volném prostoru a také šíením s uvažováním difrakce na 
pekážkách. Nakonec se budeme vnovat úpravám skriptu pro optimalizaní algoritmy. 
5.1 Naítání digitálních map 
K natení digitální mapy použijeme skript vytvoený François Beauducelem, který lze 
nalézt na www stránce viz. [12]. Daný skript upravíme použitím následujícího kódu 
save(’Hodnoty.mat’,’X’) 
což zajistí uložení hodnot nadmoské výšky do souboru ’Hodnoty.mat’. V hlavním 
programu poté zavoláme již upravenou funkci pro naítání map. A následn použijeme 
funkci load k natení potebných dat z námi vytvoeného souboru. Nejdíve je však 
zapotebí danou mapu naíst, tak aby se do daného souboru uložily potebné hodnoty. 
readght();
load(’Hodnoty.mat’,’X’) 
Tento postup zajistí uložení dat do souboru Hodnoty.mat, následné natení a také 
vykreslení mapy pomocí funkce readght. 
Obr. 5.1 Píklad vykreslené mapy, pro souadnice N38W112
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5.2 Geometrie mapy a tras 
Ped samostatnými výpoty intenzity elektromagnetického pole i pijímaného výkonu 
je zapotebí znát vzdálenost mezi vysílaem a pijímaem. Dále je také zapotebí znát 
hodnoty výšek terénu k urení, zda na dané trase terén zasahuje do Fresnelovy zóny i 
nikoli. 
Natený soubor digitálních dat je vlastn maticí, která obsahuje hodnoty 
nadmoských výšek. Hledáme tedy vzdálenost dvou bod, vysíla a pijíma (dále jen 
V-P), v dané matici. Dále také hledáme poet bod jednotlivých tras V-P a výškové 
hodnoty odpovídající tmto bodm na dané trase. 
Pedtím, než se budeme vnovat následujícím kapitolám, je teba porozumt 
indexování pozic matice v programu Matlab. Jednotlivé pozice v matici mžeme 
reprezentovat jejich indexem, nebo jejich souadnicemi, které oznaují ádek a sloupec, 
kde se pozice nachází. Píklad indexace je uveden na Obr 5.2 
Obr. 5.2 Pozice v matici, dle index (vlevo) a souadnic (vpravo), pevzato z [32] 
Z daného indexu v matici lze zjistit jeho souadnice x a y. Popípad naopak, ze 
souadnic x a y lze zjistit index dané pozice. K tomu využijeme následujících funkcí. 
ind2sub() 
sub2ind() 
Indexaci v našem pípad využijeme k nalezení kombinací všech možných pozic 
daných souadnicemi x a y v map, a to pomocí následujícího kódu 
[sx,sy] = ind2sub(size(Mapa),1:numel(Mapa)); 
kde sx a sy jsou vektory, které udávají všechny možné umístní reprezentované 
souadnicemi x a y, size(Mapa) je oznaení matice, ve které dané souadnice hledáme 
a její velikosti. Nakonec 1:numel(Mapa) je oznaení index jedna až celkový poet 
index v matici. 
 Tyto pozice jsou nadále použity k výpotu vzdálenosti V-P a také pi výpotu 
výškových bod trasy.  
Poslední zmínkou je, že pokud se v dalším textu budeme bavit o souadnici x, 
budeme se pohybovat po ádcích matice, pokud o souadnici y, poté se budeme 
pohybovat po sloupcích matice. 
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5.2.1 Euklidovská vzdálenost 
Je vzdálenost mezi dvma urenými body v naší map, pokud neuvažujeme výškový 
rozdíl, pro lepší pedstavu si lze prohlédnou Obr. 5.3. 
K výpotu vzdálenosti tchto bod využijeme vztah pro výpoet vzdálenosti 
v euklidovském prostoru. Za pedpokladu, že máme dva body o souadnicích x1,y1 a 
x2,y2 mžeme danou vzdálenost vypoítat jako   (OzN  z6P6  ON  6P6 (5.1) 
daný vztah platí, pokud jsou vzdálenosti dx a dy rovny jedné. V pípad jiné hodnoty je 
daný vztah nutno upravit následujícím zpsobem 
  ~  OzN  z6P6  0  ON  6P6 (5.2) 
Výsledný kód pro výpoet vzdálenosti vysíla-pijíma bude tedy vypadat 
následovn
for x = 1:Rozmer 
for y = 1:Rozmer 
Vzdalenost(x,y) = sqrt(dx*(x0-x)^2+dy*(y0-y)^2); 
end
end
kde x, y jsou souadnice pijímae, x0,y0 jsou souadnice pijímae a Rozmer je poet 
bod dané mapy (v našem pípad 3601 nebo 1201).  
Jelikož známe pozici vysílae a pozice pijíma, lze využít funkce pdist2, daný 
kód poté vypadá následovn
Obr. 5.3 Píklad euklidovského prostoru, se znázornním vzdáleností dx, dy, a d
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Obr. 5.4 Píklad ebyševovy vzdálenosti v matici od bodu (1,1)
Euklid2 = pdist2([x_vys,y_vys],[sx',sy'],'euclidean'); 
Euklid = rozl*Euklid2; 
kde Euklid2 je jednotková euklidovská vzdálenost, x_vys a y_vys jsou souadnice 
vysílae v map, sx a sy jsou souadnice všech ostatních bod v map, ke kterým se 
daná vzdálenost poítá. Výslednou vzdálenost poté obdržíme vynásobením jednotkové 
vzdálenosti rozlišením mapy, v tomto pípad je to možné, jelikož rozlišení je v obou 
osách stejné. 
Použitím daného kódu jsme také dosáhli menší výpoetní náronosti. Problému 
výpoetní náronosti se budeme vnovat pozdji v kapitole 1.5. 
5.2.2 ebyševova vzdálenost 
Pokud k této vzdálenosti piteme jedniku, pak v našem pípad vyjaduje poet bod
na trase V-P. Pro lepší pedstavu si mžeme prohlédnout Obr. 5.4. 
Pro výpoet ebyševovy vzdálenosti opt využijeme funkci pdist2, kde zmníme 
hledanou vzdálenost na ebyševovu, výsledný kód je poté 
Chebyd = pdist2([x_vys,y_vys],[sx',sy'],'chebychev'); 
5.2.3 Výpoet výškových bod trasy 
Pokud si pedstavíme trasu V-P jako úseku definovanou jejími krajními body x0,y0 a 
x1,y1 , lze vypoítat další body na trase ze znalosti pozice bodu x i bodu y následovn
z  OzN zPON P  O P  z (5.3) 
  ON POzN zP  Oz zP   (5.4) 
Nyní nastává otázka, který bod, x i y, mžeme do rovnice zadat, a který 
vypoítáme. Odpov dostaneme ze vzdálenosti obou bod na jednotlivých osách x a y. 
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Pokud je vzdálenost x vtší jak vzdálenost y, zadáváme poté do rovnice hodnoty 
v intervalu (x0,x1) a dostáváme výsledné hodnoty y. Pokud je tomu naopak, zadáváme 
do rovnice hodnoty v intervalu (y0,y1). V pípad, že jsou si vzdálenosti x a y rovny, 
mžeme si vybrat, který z interval hodnot využijeme k výpotu. 
Výslednou vypoítanou hodnotu pozice x i y poté zaokrouhlíme na nejbližší celé 
íslo. Tímto krokem se vyhneme hledání hodnoty na dané pozici, která by 
pravdpodobn byla uritým „prmrem“ hodnot okolních. 
Výsledný kód pro danou funkci lze tedy charakterizovat v nkolika krocích takto  
1) Ze znalosti krajních bod uríme délky v jednotlivých smrech. 
%Urení krajních bod pímky 
p1 = [x_vys,y_vys]; %Souadnice vysílae
p2 = [sx,sy];   %Souadnice pijímae
%Urení délkek v jednotlivých smrech 
dx = p1(1):p2(1); 
dy = p1(2):p2(2); 
%Kontrola 
if isempty(dx) == 1 
dx = fliplr(p2(1):p1(1)); 
else     
end
if isempty(dy) == 1 
dy = fliplr(p2(2):p1(2)); 
else   
end 
Kontrola nám v daném pípad slouží ke zjištní, zda jsou vektory délek prázdné i 
nikoli. Pokud provedeme v Matlabu zápis a = 1:5, obdržíme výsledný vektor a 
s hodnotami 1,2,3,4,5. Pokud ovšem provedeme zápis a = 5:1, obdržíme prázdnou 
matici o rozmrech 1x0. 
Pro porovnání použijeme funkci isempty(), jejíž výsledek je jedna, pokud je 
testovaný vektor i matice prázdnou množinou. Pokud nastane tato situace, 
provedeme opaný zápis promnné, tedy a = 1:5. Dále využijeme funkce 
fliplr(), která zajistí pevrácení poadí hodnot daného vektoru. Poté po zápisu 
fliplr(a) dostáváme výsledný vektor s hodnotami 5,4,3,2,1. 
2) Pokud je vzdálenost ve smru x (ádky) vtší než ve smru y (sloupce). 
Nejprve provedeme porovnání vzdáleností podmínkou if, pokud je tato podmínka 
splnna, pokrauje v následujícím kódu. Pokud daná podmínka splnna není, 
pesouváme se do bodu 3 v rámci dané funkce. Dalším krokem je vytvoení vektoru 
s hodnotami souadnice x, které budeme zadávat do rovnice 5.4 a jejich kontrola ( 
viz. krok 1 ). 
Nyní když máme pipraveny souadnice x, pejdeme k samotnému výpotu 
souadnice y dle vzorce 5.4. Vypotené souadnice zaokrouhlíme na celá ísla, 
jelikož souadnice v matici jsou celá ísla. 
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Následn nalezneme indexy daných ešení. Posledním krokem je uložení hodnot 
o daných indexech do výsledného vektoru. 
V rámci posledního kroku také provedeme kontrolu, zda nkterá z hodnot 
indexu není íslem, a to pomocí funkce isnan(). Výsledkem této funkce je jedna, 
pokud je vstupní hodnota NaN. Tato situace nastává pouze v pípad, že souadnice 
vysílae i pijímae jsou ve stejném bod.  
Pokud tato situace nastane, uložíme do dané pozice na trase hodnotu 
odpovídající hodnot na pozici vysílae. 
%Podmínka velikosti 
if length(dx) > length(dy) 
%Vytvoení vektoru s hodnotami souadnice x a jeho kontrola 
x = p1(1):p2(1); 
if isempty(x) ==1 
x = fliplr(p2(1):p1(1)); 
else
end 
%Výpoet hodnot y 
y = round((x-p1(1))* (p2(2)-p1(2))/ (p2(1)-p1(1))+p1(2)); 
%Nalezení index vypoítaných souadnic    
pozice = sub2ind(size(Mapa),x',y'); 
%Kontrola a vytvoení výsledného vektoru trasy 





3) Pokud je vzdálenost ve smru y (sloupce) vtší než ve smru x (ádky).  
Výsledný kód je v tomto pípad tém totožný s krokem 2. Pokud jsme se dostali 
do tohoto kroku, znamená to, že podmínka if v prvním bod nebyla splnna. 
Budeme tedy pokraovat v dané podmínce zápisem podmínky takto 
%Podmínka velikosti 
elseif length(dy) > length(dx) 
kde použitý zápis podmínky elseif odkazuje na další podmínku. Pokud tato 
podmínka splnna není, pecházíme ke kroku 4). Pokud daná podmínka splnna je, 
pokraujeme ve výpotu, nyní však pizpsobíme výpoet podmínce. 
%Vytvoení vektoru s hodnotami souadnice y a jeho kontrola 
y = p1(2):p2(2); 
if isempty(y) ==1 




%Výpoet hodnot x 
x = round((y-p1(2))* (p2(1)-p1(1))/ (p2(2)-p1(2))+p1(1)); 
Nalezení index daných souadnic, jejich kontrola a vytvoení výsledného 
vektoru probíhá pomocí totožného kódu, jako v kroku 2).  
4) Pokud jsou ob vzdálenosti stejné. 
V pípad, že není ani jedna z podmínek v pedchozích krocích splnn, dostáváme 
se do posledního kroku. Jelikož je tento krok poslední možností, podmínku if zde 
nahradíme zápisem else, který nám odkazuje na všechna ostatní možná porovnání. 
Také nesmíme zapomenout ukonit cyklus podmínek klíovým slovem end. 
Výsledný kód posledního kroku vznikne vložením kódu nkterého z pedchozích 
krok, ve kterém vynecháme podmínku velikosti, mezi podmínku else a ukonení 
end. 
Nyní si pedvedeme celkový kód na následujícím píkladu. Mjme matici A o 
rozmrech 4x4, kterou náhodn naplníme ísly 1 až 16. Poté uríme krajní body, pro 
které budeme danou trasu poítat, nap. p1 = [1,1] a p2 = [4,3].
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5.3 Výpoet útlumu signálu  
Dalším krokem je výpoet útlumu signálu. V našem pípad je jediným elementem 
zpsobujícím útlum, vetn útlumu volným prostorem (FSL), terén, který mže 
zasahovat do Fresnelovy zóny. Výpoet výsledného pokrytí lze považovat za výpoet 
velkého potu spoj bod-bod a práv tento spoj bude následujícím ukázkovým 
píkladem. 
Ukázková mapa obsahuje 10 bod o rzných nadmoských výškách. Nejprve se 
zamíme na výpoet pímé trasy mezi vysílaem a pijímaem (dále jen vzdálenost    
V-P), kterou mžeme vypoítat, pokud známe nadmoské výšky a euklidovskou 
vzdálenost V-P. Pokud je rozdíl v nadmoské výšce vysílae a pijímae nulový, pímá 
trasa má stejnou délku jako euklidovská vzdálenost. Pokud se dané výšky liší, 
výslednou trasu poítáme jako peponu pravoúhlého trojúhelníku, kde jsou odvsny 
reprezentovány rozdílem výšek a euklidovskou vzdáleností. Píklady tchto tras jsou 
znázornny v Obr 5.5 pomocí barevných trojúhelník. 
Nyní, když známe pesnou vzdálenost V-P, lze vypoítat polomry Fresnelových 
zón na trase (3.16). Pro zjednodušení uvažujeme, že v míst, kde daný terén 
porovnáváme, je Fresnelova zóna kolmá na trasu (formulovat). 
Dále vypoítáme mezní výšky, které na dané trase reprezentují výšku, v níž je 
hodnota výšky pekážky nulová. V tomto pípad mohou nastat ti pípady. Za prvé, 
když je rozdíl nadmoských výšek vysílae a pijímae nulový. Potom vypoteme 
mezní výšku jako výšku místa vysílae. Následn porovnáme výškové hodnoty na trase 
V-P s danou mezní výškou. Rozdíl mezi mezní výškou a daným výškovým bodem poté 
uvažujeme za výšku pekážky. Nutno podotknout, že výška pekážky mže dosahovat i 
záporných hodnot 

























Ve druhém pípad je pijíma položen níže jak vysíla. Mezní výšky jsou tedy 
vypoítány jako imaginární strany pravoúhlého, erven znázornné, trojúhelníku, které 
jsou kolmé na osu vzdálenosti. Tyto strany jsme schopni spoítat pomocí Sinové vty a 
pravidla, že vnitní souet úhl trojúhelníku je 180°. Pokud známe tyto hodnoty, opt k 
nim piteme výšku pijímae. 
V posledním pípad, pijíma výše jak vysíla, je postup tém totožný jako ve 
druhém, namísto výšky pijímae však piítáme nadmoskou výšku vysílae. 
Nyní lze vypoítat výslednou hodnotu intenzity EM pole (3.17, 3.18) s tím, že pro 
každý bod na dané trase, který je reprezentován jeho nadmoskou výškou, je vypoítána 
výška pekážky a následn její útlum. 
Nutno podotknout, že pokud poítáme intenzitu EM pole, nejbližší body kolem 
vysílae jsou poítány bez útlumu. A už je rozdíl výšek v tomto pípad kladný i 
záporný, na takto krátkou vzdálenost se jedná o komunikaci na pímou viditelnost, pi 
které se uplatní jen útlum volným prostorem. 
5.3.1 Aplikace Deygoutovy metody 
Nyní, když máme mapový podklad natený a rozdlený na všechny možné kombinace 
tras V-P. A také víme, jak urit mezní výšky a z nich výšky pekážek, je nutné vypoítat 
výsledný útlum trasy. 
K tomu využijeme aplikaci Deygoutovy metody popsané v kapitole 3.3.1. Ze 
známých výšek pekážek a jejich útlum vybereme hlavní pekážku s nejvtším 
útlumem. Poté rozdlíme pvodní trasu na dv nové trasy, trasu vysíla – hlavní 
pekážka a trasu hlavní pekážka – pijíma. Od tohoto bodu pokraujeme, jakoby od 
zaátku. Pro všechny body na daných trasách vypoítáme výšku pekážky a její 
následný útlum. Nyní však nehledáme hlavní pekážku na dané trase, nýbrž seteme 
útlum zpsobený jednotlivými pekážkami.  
Obr. 5.6 Znázornní poítaných mezních výšek ervenou barvou
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ímž dostáváme dv promnné, první reprezentuje útlum na trase vysíla – hlavní 
pekážka, druhá na trase hlavní pekážka – pijíma. Výslednou hodnotu útlumu trasy 
poté obdržíme jako souet útlumu hlavní pekážky a tchto dvou promnných. 
V našem pípad je v daném modelu nejdíve nalezena dominantní pekážka, 
urena její pozice a útlum, a to následujícím zpsobem a pomocí následujících úsek
kódu. 
1) Nejdíve jsou ureny parametry, které jsou potebné pro výpoet. 
Cesta  %Soubor obsahující výškové hodnoty bod na trase
Vzdalenost %délka trasy
lambda  %lambda = c/f
h_vysilac %výška vysílae
2) Vypoítáme rozdíl výšek vysílae a pijímae, z nj vypoítáme reálnou délku trasy 
V-P a také úhly v daném trojúhelníku. 
Rozdil = Cesta(1,end)-(Cesta(1,1)+h_vysilac); 
%Cesta(1,end)je pozice pijímae,Cesta(1,1) pozice vysílae 
if Rozdil > 0;  %Pijíma je výše jak vysíla
Trasa = sqrt(Vzdalenost^2+Rozdil^2);     
elseif Rozdil < 0;  %Vysíla je výše jak pijíma
Trasa = sqrt(Vzdalenost^2+Rozdil^2); 
else Rozdil == 0;  %Vysíla i pijíma ve stejné výšce 
Trasa = Vzdalenost; 
end
Uhel_TR = asind(Vzdalenost/Trasa) ; 
Uhel_TN = 90-Uhel_TR; 
3) Vypoítáme vzdálenosti d1 a d2 s uvažováním výjimky o nejbližších bodech. 
Map_l = length(Cesta); %Zjištní délky cesty
if Map_l ==1 || Map_l==2  
d1 = 0; 
d2 = 0; 
else  
d1 = (Trasa/(Map_l-1)):(Trasa/(Map_l-1))… 
:(Trasa-(Trasa/(Map_l-1))); 
d2 = fliplr(d1); 
end    
Kde podmínka if oznauje pozice pi kterých je délka cesty V-P rovna jedné, 
nacházíme se tedy na pozici vysílae, popípad kdy je daná délka rovna dvma, 
poté se nacházíme v nkterém z nejbližších bod v map a uvažujeme komunikaci 
na pímou viditelnost, tj. bez útlumu a vzdálenosti d1 a d2 nejsou zapotebí. 
 Funkce fliplr() nám v tomto pípad slouží k vytvoení druhého vektoru 
vzdáleností d2. Jelikož víme, že souet vzdáleností d1 a d2 k danému bodu je roven 
celkové vzdálenosti, poté staí jen peadit vzdálenosti d1 do obráceného poadí. 
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Je také nutné si povšimnout, že poítáme menší poet vzdáleností d1 a d2 než je 
poet bod na trase, což je zpsobeno tím, že pro krajní pozice, ve kterých je 
umístn vysíla, respektive pijíma, nejsou tyto vzdálenosti zapotebí.  
4) Vypoítáme hodnoty mezních výšek. Odebereme krajní body.
if Rozdil > 0;  %Pijíma je výše jak vysíla
pom_d_1 = 0:Vzdalenost/(Map_l-1):Vzdalenost; 
Mez_h = Cesta(1,1) + (pom_d_1.*(sin((Uhel_TN/180)*pi)))… 
./(sin((Uhel_TR/180)*pi));   
                   
elseif Rozdil < 0;  %Vysíla je výše jak pijíma
pom_d_1 = 0:Vzdalenost/(Map_l-1):Vzdalenost; 
pom_d_2 = fliplr(pom_d_1); 
Mez_h = Cesta(1,end) + (pom_d_2.*(sin((Uhel_TN/180)*pi)))… 
./(sin((Uhel_TR/180)*pi));   
                
else Rozdil == 0;  %Vysíla i pijíma ve stejné výšce 
Mez_h(1:Map_l) = Cesta(1,end);   
end 
V daném kódu si lze všimnou pomocné vzdálenosti pom_d_1 popípad pom_d_2. 
Daná vzdálenost nám slouží k výpotu mezní výšky dle Sinové vty. V podstat se 
jedná o stranu dané trojúhelníku v rovin vysílae i pijímae, dle toho, který se 
nachází výše. 
if Map_l ==1 || Map_l==2  
Mez_h_2 = 0; 
else
Mez_h_2 = Mez_h(2:end-1); 
end
Pokud je poet bod trasy 1 i 2, uvažujeme nulovou mezní výšku pekážky. Tuto 
podmínku zavádíme pouze z dvodu následujícího zápisu kódu, jelikož výška 
pekážky nemá vliv na útlum trasy pi délce 1 i 2 body. V dalším zápisu poté 
vynecháme z mezní výšky krajní body, tedy pozici vysílae a pijímae. 
5) Vypoítáme hodnoty výšek pekážek. 
if Map_l ==1 || Map_l==2  
h_prk = 0; 
else
h_prk = Cesta(2:end-1)-Mez_h_2; 
end
Pokud je poet bod trasy 1 i 2, uvažujeme nulovou pekážku trasy. Tuto 
podmínku opt zavádíme pouze z dvodu následujícího zápisu kódu, jelikož výška 
pekážky nemá vliv na útlum trasy pi délce 1 i 2 body. Výsledná hodnota výšky 
pekážky je pouhým odetem mezních výšek od výškových bod trasy, kdy u 
výškových bod trasy vynecháme krajní hodnoty, tedy výšku vysílae respektive 
pijímae.  
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6) Vypoítáme hodnoty difrakního parametru v. 
v = h_prk.*sqrt((2*(d1+d2))/(lambda.*d1.*d2)); 
Nyní když známe výšky jednotlivých pekážek na trase, vypoítáme difrakní 
parametr, dle vzorce 3.23, pro každou pekážku na trase 
7) Zaznamenáme si hodnotu nejvtšího parametru v a jeho pozici. 
if Map_l ==1 || Map_l==2 
v_max = -2; 
pozice_v_max = 0; 
else
v_max = max(v); 
pozice_v_max = find(v==max(v))+1;     
pom_1 = length(pozice_v_max); 
%Podmínka jediné hlavní pekážky
if pom_1 > 1 
pozice_v_max = pozice_v_max(1); 
end   
end
Pro délku trasy rovnu jedné i dvma uvažujeme nulový útlumu, z tohoto dvodu 
položíme hodnotu v_max = -2, zárove pozici hlavní pekážky položíme rovnu 0. 
Pro ostatní délky trasy nalezneme hodnotu nejvtšího difrakního parametru 
v pomocí funkce max(). 
Dále nalezneme pozici daného maxima pomocí funkce find(). Podmínka pro 
jediné maximum nám poslouží v pípad, že je více pekážek reprezentováno 
stejným difrakním parametrem v. Poté oznaíme za hlavní pekážku tu, která je 
nejblíže vysílai. 
8) Vypoítáme útlum hlavní pekážky ze znalosti nejvtšího v. 
Nyní dle vzorce 3.24 vypoítáme útlum pekážky odpovídající danému difraknímu 
parametru. Daný kód realizující výbr a výpoet vypadá následovn. 
if v_max <= -1 
GAX = 0; 
elseif v_max > -1 && v_max <= 0 
GAX = 20 * log10(0.5 - 0.62*v_max);     
elseif v_max > 0  && v_max <= 1 
GAX = 20 * log10(0.5 * exp(-0.95 * v_max));     
elseif v_max > 1  && v_max <= 2.4 
GAX = 20 * log10(0.4-sqrt(0.1184-(0.38-0.1*v_max)^2));     
elseif v_max > 2.4 
GAX = 20 * log10(0.225/v_max);     
end
                
Utlum_v_max = GAX; 
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Nyní, když známe pozici hlavní pekážky, je možné trasu rozdlit. Rozdlení 
provedeme jednoduchým vytvoením dvou nových vektor ze stávajícího vektoru trasy 
následovn. 
%Trasa vysíla - hlavní pekážka
Cesta_1 = Cesta(1:pozice_v_max) 
%Trasa hlavní pekážka - pijíma  
Cesta_2 = Cesta(pozice_v_max:end) 
Poté pro každou dílí trasu opakujeme pedešlý postup v krocích 1) – 6). 
V sedmém kroku, ze všech nalezených difrakních parametr v, vypoítáme útlum 
jednotlivých pekážek na dílí trase. Posledním krokem bude výpoet útlumu trasy. 
Výsledný útlum této trasy je poté dán, jako souet útlumu jednotlivých pekážek dílí 
trasy. 
Pokud tento postup zopakujeme pro všechny dostupné trasy V-P, obdržíme 
výslednou mapu útlumu daného pekážkami. Píklad takové mapy lze vidt na Obr. 5.7. 
Na Obr. 5.8 uvádíme mapový podklad použitý pi výpotu pokrytí, aby tenái 
získali lepší pedstavu o vlivu jednotlivých pekážek na výsledný útlum. 
Obr. 5.7 Útlum zpsobený difrakcí signálu na pekážkách, souadnice vysílae 1,1
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V tomto pípad jsme zvolili následující nastavení systému, zisk vysílací antény 
Gvys = 15 dB, zisk pijímací antény Gpíj = 15 dB, výkon vysílae PT = 60 dBm, výška 
vysílae h = 80 m. 
Z Obr. 5.7 lze pozorovat, že horský heben zpsobuje útlum signálu, pedevším 
smujícího k jeho odvrácené stran. Díky vysoké výšce vysílae a vysokému výkonu 
prochází signál uritými místy hebene, což vede k menšímu útlumu trasy do nkterých 
míst za ním. 
Lze si také povšimnou, že daný výpoet útlumu není ideální, což je zpsobeno 
rozlišením mapy a jejím rozkladem na jednotlivé trasy, jejichž výškové hodnoty nemusí 
odpovídat skutené výšce pekážky na pímé trase V-P, což vede k ástenému 
zkreslení. 	ešením tohoto problému by mohlo být použití mapy o vyšším rozlišení. 
5.4 Výpoet šíení signálu ve volném prostoru 
V pedchozích bodech jsme popsali výpoet euklidovské vzdálenosti. Pokud známe 
euklidovskou vzdálenost, mžeme vypoítat hodnotu útlumu šíení volným prostorem 
dle vzorce 3.18. Tuto hodnotu následn využijeme k výpotu pijímaného výkonu dle 
vzorce 3.13. Vypoítané hodnoty lze nalézt na Obr. 5.9 a 5.10. 
Obr. 5.8 Mapový podklad použitý pi výpotu (výškové hodnoty v metrech)
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Obr. 5.10 Pijímaný výkon pi šíení volným prostorem, souadnice vysílae 1,1
Obr. 5.9 Útlum signálu volným prostorem, souadnice vysílae 1,1
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5.5 Výsledný model výpotu pokrytí 
Výsledný model výpotu pokrytí je složen z natení mapového podkladu, výpot
vzdáleností jednotlivých bod, urení bod tras, výpotu útlumu tchto tras, výpotu 
šíení signálu volným prostorem a následného koneného výpotu finální hodnoty 
pijímaného výkonu, kterému se budeme vnovat v této kapitole. 
Posledním krokem je v našem pípad výpoet výsledného pokrytí, tedy 
pijímaného výkonu, který zahrnuje útlum volným prostorem a útlum difrakcí. Daný 
výkon vypoteme pomocí vzorce 3.25. 
Výslednou mapu pokrytí si lze prohlédnou na Obr 5.11. Dále jsme celý model 
odzkoušeli pro dv rzné mapy, jednu s rozlišením 30m a druhou s rozlišením 90m. 
Výsledky pokrytí pro dané mapy jsou na Obr. 5.12 a 5.13. V obou pípadech jsme 
umístili vysíla na pozici mapy 1,1. 
Obr. 5.11 Výsledná mapa pokrytí, souadnice vysílae 1,1
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Obr. 5.13 Výsledná mapa pokrytí, jako mapový podklad použita ást souboru 
N48E012.hgt, souadnice vysílae 1,1
Obr. 5.12 Výsledná mapa pokrytí, jako mapový podklad použita ást souboru 
N38W112.hgt, souadnice vysílae 1,1
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5.6 Optimalizaní úloha 
Jak bylo zmínno v kapitole 4.1, využili jsme techniku MOPSO. Prvním krokem tedy 
bylo urení kriteriálních funkcí. V našem pípad se jedná o funkce dv. První 
charakterizuje výsledné pokrytí. Druhá charakterizuje parametry radiového systému pi 





kde fkrit_1 je první kriteriální funkce, N je poet bod mapy, Prec-i je pijímaný výkon 
v jednotlivých bodech mapy. Dále 
JQ6   `+01/}`+01/}E}~  *+01/}*+01/}E}~ (5.6) 
kde fkrit_2 je druhá kriteriální funkce, hvysíla	 je nastavená výška vysílae, hvysíla	_max je 
maximální nastavitelná hodnota výšky vysílaem, Pvysíla	 je nastavený výkon vysílae, 
Pvysíla	_max je maximální nastavitelná hodnota výkonu vysílae. 
Pokud se na daný problém podíváme podrobnji, zjistíme, že první kriteriální 
funkce odpovídá soutu hodnot vypoítanému námi vytvoeným skriptem na výpoet 
pokrytí.  
Nyní se podíváme na samotnou tvorbu optimalizaního procesu, pi kterém 
provedeme i nkolik zmn ve funkci na výpoet pokrytí. 
5.6.1 Zmny vzhledem k optimalizaci 
První zmnou je pesunutí naítání mapy do hlavní funkce optimalizace. Mapu je 
poteba naíst jen jednou, další naítání by bylo jen nadbyteným asem, který by 
program poteboval k vykonání. 
Další zmnou je vytvoení funkce z vytvoeného modelu pokrytí tak, aby mohl 
sloužit k výpotu hodnot v rámci optimalizaního skriptu. 
5.6.2 Hlavní program optimalizace 
Prvním krokem je v našem pípad nastavení parametr radiového systému a dané 
optimalizace. V pípad radiového systému zvolíme minimální a maximální pípustné 
hodnoty zde zmínných parametr. Maximální pípustné souadnice vysílae jsou 
automaticky dopoítány, pomocí funkce length(), na základ potu bod mapy. 
Dále náhodn vygenerujeme první roj ástic a jejich rychlosti. K tomu nám 
poslouží funkce randi(). Zápis funkce upravíme tak, aby generoval hodnotu 
v rozmezí minimální a maximální hodnoty parametru systému. Píkladem budiž 
následující zápis, jež generuje hodnotu výkonu vysílae. 
P_T = randi([P_T_min,P_T_max]); 
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Poté co vygenerujeme první roj ástic, vypoítáme první hodnoty kriteriálních 
funkcí. Dále následuje výbr pbest a gbest jednotlivých ástic.  
Jako hodnotu pbest uložíme vygenerované hodnoty, jelikož jiné hodnoty zatím 
ástice nenašla. 
Dalším krokem je nalezení nedominovaných ešení prvního roje a jejich uložení do 
výsledného archivu. Nedominované hodnoty nalezneme pomocí námi vytvoené funkce 
NDsort. Tato funkce využívá principu metody slow & naive (viz. kapitola 4.2.1). 
V našem pípad zjistíme velikost vstupního archivu pomocí funkce size(). Poté 
každou ástici tohoto archivu porovnáme s ostatními ásticemi pro dominanci. Pokud je 
nkterá z ástic archivu dominovaná, poznaíme si její umístní v archivu. Nakonec 
všechna zaznamenaná umístní z archivu vymažeme. 
N = size(vstup,1); %Poet ešení v archivu
  
for pom_1 = 1:N 
for pom_2 = 1:N; 
         
%Podmínka stejného ešení
if pom_2 == pom_1; 
else
%Hledám ešení která jsou dominovaná - oznaím je
if fce_1(pom_1) <= fce_1(pom_2) &&… 
   fce_2(pom_1) >= fce_2(pom_2) 
    [del] = [del pom_1]; 
else
end
end    
end
end
    
%Vymažeme ešení oznaená pro dominanci
vstup(del,:) = []; 
vystup =  vstup; 
Nyní vlastníme první nedominovaná ešení. Tyto ešení uložíme do výsledného 
archivu. K tomu využijeme funkci vertcat(), která slouží k vertikálnímu skládání 
vektor.  
archiv = vertcat(archiv,vystup) 
Z tchto ešení vybereme hodnotu gbest pro každou ástici. Jelikož ešíme 
dvojkriteriální problém, využili jsme k výpotu vzdálenosti jednotlivých 
nedominovaných ešení od ástice funkci pdist2(). 
dxy = pdist2([PARTICLES(:,5),PARTICLES(:,6)]...
                ,[archiv(:,5),archiv(:,6)],'euclidean'); 
Nyní, pomocí funkce min(), nalezneme nejbližší ešení dané ástici a toto ešení 
uložíme jako gbest dané ástice. 
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%Nalezení nejmenší vzdálenosti a jejího indexu
    [~,ind] = min(dxy,[],2); 
%Výbr ešení s nejmenší vzdáleností od ástice jako gbest
    GBEST = vystup(ind,:); 
Následn se dostáváme do iteraní smyky optimalizaního procesu. Prvním 
krokem je výpoet nových rychlostí ástic v této iteraci, poté je na ad výpoet nových 
poloh ástic v této iteraci. Po výpotu nových poloh je nutné provést kontrolu, zda se 
ástice nachází ve vyhrazeném prostoru. V našem pípad to ešíme jednoduchou 
podmínkou. Pokud poloha ástice pekrauje hranice prostoru, je nahrazena práv
hraniní polohou v daném smru. 
Nové hodnoty ástic uložíme do archivu a provedeme jeho tízení. 
Dále zkontrolujeme, zda je pbest ástic již první nedominované ešení i nikoli. 
K tomuto úelu jsme vytvoili vektor nulových hodnot a sadu podmínek, jenž slouží ke 
kontrole, zdali je už dané ešení první nedominované. Pokud ne, porovnáme novou 
hodnotu ástice s jejím pbest na dominanci a uríme, zda bude pbest nahrazeno i 
nikoli. 
% Vektor pro kontrolu
Lock = zeros(N,1);  
for pom_1 = 1:N %Pro všechny ástice  
if Lock(pom_1) == 1  
%Pbest je první nedominované - navždy
else                 
%Porovnáme pbest s novou ásticí pro dominanci
         
%Nové ešení dominuje staré - uložíme ho jako pbest
if PARTICLES(pom_1,5) >= archiv_1(pom_1,5) && ...
   PARTICLES(pom_1,6) <= archiv_1(pom_1,6) 
PBEST(pom_1,:) = PARTICLES(pom_1); 
                 
%Staré ešení dominuje nové - ponecháme ho jako pbest    
elseif PARTICLES(pom_1,5) <= archiv_1(pom_1,5) && ...
         PARTICLES(pom_1,6) >= archiv_1(pom_1,6) 
PBEST(pom_1,:) = PARTICLES(pom_1);    
%Nedominantní vi sob
else
Lock(pom_1) = 1; 
PBEST(pom_1,:) = PARTICLES(pom_1,:); 
end
end      
end
Pedposledním krokem iteraní smyky je urení hodnot gbest pro jednotlivé ástice. 
Tento proces je opt ešen nalezením nejbližšího ešení, z archivu nedominovaných 
ešení, dané ástici. 
Na úplný konec uložíme výsledné hodnoty z této iterace do pomocného archivu, 
pro úely porovnání v následující iteraci. 
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Obr. 5.15 Výsledné Paretovo elo, optimalizace s mnící se inerciální váhou
Obr. 5.14 Výsledné Paretovo elo, optimalizace s fixní inerciální váhou
5.6.3 Výsledek optimalizaního procesu 
Jak bylo eeno v kapitole 4.2, výsledkem optimalizaního procesu je soubor 
nedominovaných ešení, tzv. Paretovo elo. Píklad zobrazení Paretova ela pro námi 
vytvoený algoritmus lze nalézt na Obr. 5.14 a 5.15. 
40
5.7 Úpravy kódu pro snížení výpoetní náronosti 
Jelikož optimalizace je dosti nároným výpoetním úkonem, je zapotebí, aby daný kód 
pro výpoet hodnoty elektrické intenzity, výkonu a dalších hodnot, mohl být vykonán 
v co nejkratším ase. To zajistíme nahrazením asov nároných úkon, jako jsou 
cyklické operace, za jednodušší kód – tzv. vektorizací, dále také použitím 
optimalizovaných funkcí programu. Píkladem budiž následující kód, u kterého 
použijeme funkce tic a toc, ke zjištní jeho asové náronosti.  
% Zadané parametry pro výpoet 
Rozmer = 3601; 
dx = 1; 
dy = 1; 
Vzdalenost = zeros(Rozmer); 
x0 = 1; 
y0 = 1; 
% Porovnávaný kód .1 
tic 
for x = 1:Rozmer 
for y = 1:Rozmer 




Výsledný as potebný k vykonání kódu je t = 0,884394 s . Daný kód nyní porovnáme 
s jeho náhradou, která nevyužívá funkcí for. 
% Porovnávaný kód .2 
tic 
Vzdalenost2 = sqrt(repmat((1:Rozmer),Rozmer,1)-x0).^2 +… 
     repmat((1:Rozmer),Rozmer,1)-y0).^2);  
toc 
Výsledný as k vykonání náhradního kódu je t = 0,845814 s. Rozdíl v daných 
zápisech je tedy pibližn 
t = 0,04 s. Tento docela malý rozdíl ovšem mže znamenat 
velký rozdíl ve výsledném kódu. Napíklad pro sto bh optimalizaního algoritmu 
dosahuje rozdíl 
t = 4 s.  
Pro pesnjší porovnání nyní vyzkoušíme bh obou kód pro rzné hodnoty 
rozmru mapy. V prvním pípad pro rozmr velikosti 1201, který je jedním z rozmr
námi používaných map. V tomto pípad je tkod = 0,112959 s  a tnahrada = 0,096168 s. 
Druhým pípadem bude rozmr velikosti 100, napíklad kdybychom chtli vybrat 
jen uritou ást mapy. V tomto pípad jsou výsledné asy tkod = 795 s a               
tnahrada = 1,087 ms. 
Lze tedy usoudit, že u mén nároných operací je vhodné využít cyklické operace.  
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Nyní se zamíme na použití „vlastních“ funkcí matlabu. Využijeme opt píkladu 
s výpotem Euklidovské vzdálenosti. Nyní ovšem využijeme funkce pdist2 
tic 
Euklid = pdist2([x_vys,y_vys],[sx',sy'],'euclidean'); 
toc 
kde pro rozmr velikosti 1201 dostáváme tkod = 0,181976 s, pro rozmr velikosti 100 je 
tkod = 75,456 ms. Z daných hodnot lze zjistit, že vnitní funkce nemusí mít vždy 
dosahovat nejlepších možných výsledk. Navíc je u ní zapotebí výpotu dalších 
hodnot, což by výslednou dobu výpotu prodloužilo. Výhodou snad mže být, že zápis 
dané funkce je jednodušším a již odzkoušeným ešením. 
V následujících kapitolách 5.7.1 – 5.7.3 jsou popsány neastjší zpsoby zrychlení 
kódu v programu Matlab. Podrobnjší popis daných zpsob a jiných ešení viz. 
literatura [22],[23],[24]. 
5.7.1 Alokace pamti 
Jedním z nejjednodušších zpsob zrychlení kódu je alokace pamového prostoru. Tím 
zajistíme, aby daná promnná mla v pamti vyhrazenou uritou ást prostoru pro svoji 
potebu. Pokud zajistíme, aby program zapisoval data do alokované pamti, zkrátíme 
tím pracovní proces o dobu, kterou by strávil hledáním volného místa v pamti a 
kopírováním dat na toto místo.  
Píkladem budiž následující kód, smyka, ve které probíhá jednoduchá 
matematická operace. Budeme uvažovat dv možnosti. 
1) Pro výsledné hodnoty nebyl alokován pamový prostor. 
tic 
for l = 1:N 
archiv(l) = 5*l; 
end
t1 = toc    %as smyky
2) Pro výsledné hodnoty byl alokován pamový prostor. 
tic
archiv_2 = zeros(N,1);  %Alokace
t2 = toc    %as potebný k alokaci
tic 
for l = 1:N 
archiv_2(l) = 5*l; 
end
t3 = toc    %as smyky
t4 = t2 + t3;    %Celkový as kódu 
Výsledné hodnoty as t1, t2, t3, t4 si lze prohlédnout v Tabulce 1, kdy jsme ob
možnosti vyzkoušeli pro rznou velikost N. 
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Tab. 5.1 Porovnání výpoetní asové náronosti 
&IBJ                  
IJ 127,39  10-6 578,29  10-6 5,10  10-3 48,60  10-3
IJ 12,29  10-6 13,54  10-6 58,45  10-6 628,71  10-6
IJ 3,14  10-6 10,12  10-6 79,61  10-6 770,00  10-6
IJ 15,43  10-6 23,67  10-6 138,08  10-6 1,40  10-3
Lze si povšimnout, že samotná alokace mže zabrat více asu, než ešení dané 
úlohy. Na druhou stranu, celkový as alokace a ešení je výrazn menší, než as 
potebný k vyešení úlohy bez alokace. 
5.7.2 Vektorizace 
Vektorizace je úprava kódu, pi kterém se snažíme náš kód upravit tak, aby pracoval 
paraleln s daty v urené struktue, namísto použití smyek. Vektorizace daného kódu 
je výhodná z nkolika dvod. Vektorizovaný kód má astji lepší performanci a je 
snadnjší se v nm vyznat. Ve vtšin pípad je také kratší, což znamená menší 
možnost výskytu chyb.  
Píkladem budiž dva následující kódy, první využívající cyklické operace, druhý 
vektorizovaný. 
1) Cyklická operace 
tic 
for i = 1:100 
    x(i) = ((i+1)/i)^2; 
end
tcykl = toc
2) Vektorizovaný kód 
tic 
i = 1:100; 
x = ((i+1)./i).^2; 
tvekt = toc
Výsledné asy tcykl = 1,11 ms a tvekt = 38,34 µs. Lze tedy pozorovat, že vektorizovaný 
kód potebuje mnohem menší as ke svému vykonání. 
Umístní teky ped daný operátor ( operátory /,*,^) nám zajistí, že daná operace je 
provádna s prvky se stejným umístním v dané matici i vektoru. 
5.7.3 Použití vlastních funkcí Matlabu 
Vtšina vlastních funkcí je vektorizovaná, což vede k jejich lepší performanci. 
Navíc jsou tyto funkce odzkoušeny, což znamená, že by nemlo docházet k chybám pi 
jejich správném zápisu. 
43
5.8 Výpoetní náronost výsledného kódu 
V této podkapitole se zamíme na testování výpoetní náronosti vytvoených 
program, jelikož mnohé jist zajímá as bhu vytvoených skript. 
 Prvn se zamíme na vytvoený model výpotu pokrytí území a otestujeme jeho 
náronost pi výpotu nkolika map o rzných rozmrech. Výsledné asy simulací lze 
nalézt v Tab. 5.2. 
Tab. 5.2 Výsledné asy simulací výpotu pokrytí pro rzné velikosti mapy 
/-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'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 K'1 ?.2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Poté se zamíme na danou úlohu optimalizace, kterou vyzkoušíme pro rzný poet 
iterací, rzný poet ástic a rznou velikost vybrané mapy. Výsledné asy simulací lze 
nalézt v Tab. 5.3, 5.4 a 5.5. 
Tab. 5.3 Výsledné asy bhu optimalizaního skriptu pro rzný poet ástic 
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Tab. 5.4 Výsledné asy bhu optimalizaního skriptu pro rzný poet iterací 
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Tab. 5.5 Výsledné asy bhu optimalizaního skriptu pro rzné rozmry mapy 
/- K'9	 "2	 "22 ?.2-
   04
   
L%(
 % % 04 ;L+(%
     04   L;;
 % % 04 ;;L;+
%     04 +L
Pro úplnost ješt uvedeme technické specifikace poítae použitého k simulacím. 
Ty jsou následující 
• Procesor: Intel core 2 duo T5870, 2.00 GHz 
• Pam: 4 GB DDR2 RAM, 800 MHz 
• Systém: Windows Vista Home Premium, 32 bit 
nutné je pitom podotknout, že se jedná o notebook. Vtšina stolních poíta dnes 
disponuje vyšším výpoetním výkonem a pravdpodobn by ešení daných úloh zvládli 
v mnohem kratším ase. 
Všechny tyto simulace slouží pouze k pibližnému pehledu. Celkový as se mže 
lišit podle rozsahu hodnot, kterých dosahují kriteriální funkce i lenitosti terénu 
vybrané mapy. Také je to zpsobeno tím, že optimalizace je náhodný proces. 
5.9 Píklad  
Nastavení radiového systému je následující 
f = 2100 MHz 
GT = 15 dB 
GR = 15 dB 
PT_min  = 30 dBm 
PT_max = 60 dBm 
hvysilac_min  = 10 m 
hvysilac_max = 35 m 
Nastavení optimalizace je následující 
N = 10 
M = 20 
MM = 50 
w_min = 0,4 
w_max = 0,7 
inerciální váha – postupn se snižující 
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Použita je mapa 100x100 bod, o rozlišení 90 m 
Vybrali jsme ti body, na Paretov ele, dosahující následujících parametr
1) Pro kraj Paretova ela, kdy ob kriteriální funkce dosahují svého minima 
x = 54, y = 31, hvys = 10  m, P = 30  dBm 
2) Pro sted Paretova ela 
x = 33, y = 18, hvys = 15,3612 m, P = 57,7515 dBm 
3) Pro kraj Paretova ela, kdy ob kriteriální funkce dosahují svého maxima 
x = 40, y = 18, hvys = 35 m, P = 53,4589  dBm 
Výsledné mapy pokrytí pro tyto pípady lze nalézt na Obr. 5.17, 5.18 a 5.19. 
Obr. 5.16 Výsledné paretovo elo pro dané nastavení
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Obr. 5.17 Zobrazení mapy pokrytí, pípad 1) 
Obr. 5.18 Zobrazení mapy pokrytí, pípad 2)
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Obr. 5.19 Zobrazení mapy pokrytí, pípad 3) 
Pozice zobrazeneé v map mohou být graficky odlišné, což je zpsobeno 
vytvoením výsledných obrázk pomocí funkce surfc() . 
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6 ZÁVR 
Úkolem této diplomové práce bylo vytvoení modelu pokrytí území v programu Matlab, 
jež bude využívat optimalizaního algoritmu k nalezení nejlepšího ešení z hlediska 
výsledného pokrytí a zadaných parametr systému. Koneným výstupem této 
diplomové práce jsou nakonec dv sady skript.  
První, sloužící k výpotu pokrytí nad daným územím. V této sad skript rozhoduje 
o nastavení radiového systému a umístní vysílae sám uživatel. Pi tvorb tchto 
skript jsme se inspirovali Leeho modelem šíení, který uvažuje ti zpsoby útlumu 
signálu. A to útlum zpsobený rozdílem efektivní výšky vysílae, útlum zpsobený 
difrakcí a útlum šíením volným prostorem. Celkov je tento model šíení založen na 
dvou z pedchozích zpsob. Tmi jsou šíení signálu volným prostorem a útlum 
signálu zpsobený difrakcí na pekážce.  
Pro výpoet difrakce jsme použili metodu využívající výpotu Fresnell-Kirchoffova 
difrakního parametru, ze kterého následn urí útlum pekážky. Výsledná hodnota 
pijímaného výkonu i intenzity EM pole je poté urena jako hodnota pi šíení volným 
prostorem, kterou zmenšíme o daný útlum zpsobený difrakcí pekážek. Koneným 
výstupem tchto skript je zobrazení mapy pokrytí nad vybranou mapou. Je nutné 
podotknout, že komern dostupné modely obvykle uvažují další jevy, jež mají vliv na 
hodnotu pijímané hodnoty. Z tohoto dvodu s nimi nelze námi vytvoený model 
pokrytí srovnávat. 
Druhá sada skript využívá optimalizaních algoritm k nalezení optimálního 
ešení z hlediska umístní vysílae a nastavení radiového systému. V tomto pípad
nastavuje uživatel pouze parametry optimalizaní úlohy, minimální a maximální 
pípustné hodnoty, jichž mohou parametry radiového systému dosahovat. Pro výpoet 
optimalizaní úlohy jsme využili metodu MOPSO vzhledem k jejímu jednoduchému 
pizpsobení danému problému. 
V pípad obou sad je skript Main.m hlavním skriptem, který slouží k nastavení 
daných simulací a jejich spuštní. Dané skripty lze nalézt na piloženém kompaktním 
disku na vnitní stran desek práce. Zárove lze nalézt kód druhé sady skript
v pílohách této práce. Kód první sady neuvádíme, jelikož je obsažen ve druhé sad jako 
funkce, sloužící k výpotu hodnot jedné z kriteriálních funkcí. V pílohách této práce 
lze také nalézt všechny užité funkce programu Matlab, kterých bylo využito pi tvorb
výsledných skript. 
V úplném závru bych rád zmínil nkolik návrh, jenž by mohly pispt 
k vylepšení daného modelu. Prvním je aplikace nkteré ze složitjších metod pro 
výpoet difrakce, ímž bychom dosáhli lepších výsledk z hlediska výsledného pokrytí. 
Dále se pokusit daný model obohatit o vlivy, ke kterým dochází pi šíení signálu 
v reálném svt, nap. odrazy signálu od objekt. Tímto bychom se piblížili výsledku, 
jaký by nastal pi šíení signálu v podmínkách reálného svta. Nakonec úprava tzv. 
nedominatního tízení na „rychlejší“ metodu a optimalizaního algoritmu tak, aby byl 
schopen ešit n-kriteriální problémy. 
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SEZNAM SYMBOL, VELIIN A ZKRATEK 
A.L.S.  Airborne Laser Scanning  
B   Magnetická indukce 
c   Rychlost svtla 
C1  Konstanta 
C2  Konstanta 
CD  Crowding Distance 
d   Vzdálenost 
D   Elektrická indukce 
DEM  Digitální elevaní model 
DTM  Digitální model terénu 
   Vlnová délka 
e   Eulerovo íslo 
E   Intenzita elektrického pole 
EM  Elektro-magnetická/ý 
   Permitivita 
0   Permitivita vakua 
r   Relativní permitivita 
f   Frekvence 
FSL  Free Space Loss (Útlum volným prostorem) 
   Magnetický indukní tok 
   Mrná elektrická vodivost (Konduktivita) 
GP  Zisk pijímací antény 
GV  Zisk vysílací antény 
gbest  Nejlepší ešení nalezené celým rojem 
h   Výška pekážky 
H   Intenzita magnetického pole 
j   Imaginární jednotka 
l   Délka 
   Permeabilita 
0   Permeabilita vakua 
r   Relativní permeabilita 
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n   íslo Fresnelovy zóny 
   Elektrický indukní tok 
PV  Výkon vysílae 
pbest  Nejlepší ešení nalezené danou ásticí 
Q   Elektrický náboj 
r1   Náhodné íslo (0,1) 
r2   Náhodné íslo (0,1) 
   Objemová hustota elektrického náboje 
rON  Polomr Fresnelovy zóny 
s   Sekunda 
S   Plocha 
SRTM  Shuttle Radar topograpfy mission 
t   as 
v   Fresnell-Kirchoffv difrakní parametr 
vt   Rychlost ástice v této iteraci 
vt+1  Rychlost ástice v následující iteraci 
V-P  Vysíla – Pijíma  
w   Inerciální váha 
xt   Poloha ástice v pedchozí iteraci 
xt+1  Poloha ástice v následující iteraci 




















A POUŽITÉ FUNKCE PROGRAMU 
MATLAB 
asind     load 
cell2mat    max 
clc     min     
clear     open 
close     pdist2 
 double     plot 
 else     rand 
 elseif     randi 
 end     save 
 exp     size 
 find     sortrows 
 fliplr     sqrt 
 for     sub2ind 
 if     sum 
 ind2sub    surfc 
isempty    title 
isnan     vertcat 
 legend     xlabel 
 length     ylabel 




B VÝSLEDNÝ KÓD VYTVOENÝCH 
FUNKCÍ  
B.1 Main.m 
    clear all; 
    close all; 
    clc; 
  
%% ============================================================
%                     Zobrazení souvisejících funkcí
%===============================================================
     
   %Související funkce s optimalizací
    open('NDsort.m') 
    open('crowding_dist.m') 
     
    %Související funkce s výpotem pokrytí
    open('Pokryti.m'); 
     
%% =============================================================
%                       Natení mapového podkladu
%===============================================================
readhgt();       %Fce pro extrahování hgt hodnot do m.filu
load('hodnoty.mat','X');    %Funkce pro natení struktury s 
informacemi
velikost = size(X.z); %Zjištní velikosti, tedy rozlišení mapy
Mapa = double(X.z);   %Uložení výškových hodnot do promnné
     
%Výbr ásti mapového podkladu, která poslouží jako mapa, 
%zárove nastavení vzdálenosti bod v map(rozlišení), velikost 
%mapy zde volí sám uživatel
     
%Rozmry v obou smrech musí být stejné - tvercová mížka
        if velikost == 3601 
            Mapa = Mapa(1:7,1:7); 
            rozl = 30; 
        else
            Mapa = Mapa(1:33,1:33); 
            rozl = 90; 
        end
        %Uvolnní pamti 
        clear X; 
        clear velikost; 
         
%% Nastavení parametr radiového systému
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        f = 2100e6;             %Frekvence signálu       [Hz]
        c = 3e8;                %Rychlost svtla         [m/s]
        lambda = c/f;           %Vlnová délka            [m]
        k = (2*pi)/lambda;      %Vlnové íslo            [1/m]      
                 
        G_T = 15;               %Zisk vysílací antény    [dBi]
        G_R = 15;               %Zisk pijímací antény   [dBi]
         
        %Dále zmínné parametry jsou zvoleny náhodn
        % P_T       - výkon vysílae                     [dBm]
        % h_vysilac - výška antény                       [m]
        % x_vys     - x-ová souadnice vysílae          [-]
        % y_vys     - y-ová souadnice vysílae          [-]
         
%Urení rozsahu náhodn zvolených veliin - nastavitelné hodnoty
P_T_min = 30;  %Minimální hodnota vysílaného výkonu     [dBm]
P_T_max = 60;  %Maximální hodnota vysílaného výkonu     [dBm]
h_vysilac_min = 10; %Minimální výška vysílae                [m]
h_vysilac_max = 35; %Maximální výška vysílae                [m]
         
%Urení rozsahu náhodn zvolených veliin - nemnné hodnoty
x_vys_min = 1;   %Min. hodnota x-souadnice vysílae [-]
x_vys_max = length(Mapa); %Max. hodnota x-souadnice vysílae[-]
y_vys_min = 1;   %Min. hodnota y-souadnice vysílae [-]
y_vys_max = length(Mapa); %Max. hodnota y-souadnice vysílae[-]
%% Nastavení parametr optimalizace
        N = 20;     % Poet ástic
        M = 100;    % Poet iterací  
        MM = 50;    % Maximální poet ešení
         
        %Nastavení typu inerciální váhy
        Inertial_w = 1; 
        %   0    -   inerciální váha je fixní hodnotou
        %   1    -   inerciální váha se mní v každé iteraci
         
        %Nastavení hodnot pro výpoet promnné Inerciální váhy
        w_min = 0.4;    %Minimální inerciální váha
        w_max = 0.7;    %Maximální inerciální váha
         
%Inicializace pamti pro ástice, dle promnných následovn
        % PARTICLES = [x_vys,y_vys,h_vysilac,P_T,fce_1,fce_2]
            PARTICLES = zeros(N,6);   
        %Inicializace pamti, pro rychlosti ástic následovn
        % velocity = [r_x_vys,r_y_vys,r_h_vysilac,r_P_T]
            velocity = zeros(N,4);    
        %Pomocný archiv
            archiv_2 = []; 
        %Externí archiv pro ukládání všech ešení
            repository = []; 
        %Konstanty pro výpoet rychlosti
            Inertial_weight = 1; 
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            C1 = 2; 
            C2 = 2; 
%Vytvoení promnné, pro kontrolu, zdali je pbest již první 
%nedominované i nikoli
            Lock = zeros(N,1);     
  
%% Vytvoení prvního roje ástic
    for opt_1 = 1:N 
     
    %Randomizace hodnoty x_vys
    x_vys = randi([x_vys_min,x_vys_max]); 
    %Randomizace hodnoty y_vys
    y_vys = randi([y_vys_min,y_vys_max]); 
    %Randomizace hodnoty h_vysilac
    h_vysilac = randi([h_vysilac_min,h_vysilac_max]); 
    %Randomizace hodnoty P_T
    P_T = randi([P_T_min,P_T_max]); 
    %Výpoet hodnoty fce_1
fce_1 = sum(Pokryti(Mapa,h_vysilac,x_vys… 
,y_vys,rozl,lambda,f,P_T,G_T,G_R)); 
    %Výpoet hodnoty fce_2
    fce_2 = ((h_vysilac/h_vysilac_max)+(P_T/P_T_max)); 
    %Uložení promnných do struktury
    PARTICLES(opt_1,:) = … 
 [x_vys,y_vys,h_vysilac,P_T,fce_1,fce_2]; 
    %Vymazání promnných pro další použití
    clear x_vys; clear y_vys; clear h_vysilac; 
    clear P_T;  clear fce_1; clear fce_2; 
     
    end
     
%Uložení prního roje do archivu pro další porovnání, tak abychom
%nalezli a mohli updatovat PBEST jednotlivých ešení
    archiv_1 = PARTICLES; 
                             
%% Vytvoení prvních rychlostí ástic
    for pom_1 = 1:N 
         
    %Nalezení rychlosti pro souadnici x
    velocity(pom_1,1) = randi([x_vys_min,x_vys_max])/10; 
    %Nalezení rychlosti pro souadnici y
    velocity(pom_1,2) = randi([y_vys_min,y_vys_max])/10; 
    %Nalezení rychlosti pro výšku antény
    velocity(pom_1,3) = randi([h_vysilac_min,h_vysilac_max])/10; 
    %Nalezení rychlosti pro výkon vysílae
    velocity(pom_1,4) = randi([P_T_min,P_T_max])/10;     
                
    end   
     
%% Nalezení prvních PBEST
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    % Pro prví iteraci odpovídá PBEST každé ástice této ástici
    PBEST = PARTICLES; 
     
%% Nalezení prvních GBEST
     
    % Pro první iteraci nalezneme nedominovaná ešení
    vystup = NDsort(PARTICLES,archiv_2);  
    %Uložení prvních nedominovaných ešení do archivu ešení
    repository = vertcat(repository,vystup); 
     
% Nejbližší z nich k dané ástici vybereme jako GBEST pro tuto  
% ástici
% Jelikož jsme nyní ve dvourozmrném prostoru, poítáme onu 
% vzdálenostjako euklidovskou vzdálenost od ástice k rzným 
% ešením
    dxy = pdist2([PARTICLES(:,5),PARTICLES(:,6)]...
                ,[vystup(:,5),vystup(:,6)],'euclidean'); 
    [~,ind] = min(dxy,[],2); 
    GBEST = vystup(ind,:); 
     
    %Vymazání promnných pro další použití
    clear dxy; 
    clear ind; 
    
%% Iteraní smyka
    %Prealokace pamti pro pozice ástic
    position = zeros(N,4); 
  
for opt_3 = 1:M 
%% Podmínka a výpoet inerciální váhy
    if Inertial_w == 0; 
  
    elseif Inertial_w == 1; 
        Inertial_weight = w_max -(((w_max-w_min)*opt_3)/M);    
    else
    end
%% Výpoet nových rychlostí a ástic
  for opt_4 = 1:N 
         
     r1 = rand(1);                  %Random Factor 0-1
     r2 = rand(1);                  %Random Factor 0-1
      
      
%Výpoet rychlosti - souadnice x, souadnice y, výška vysílae,
%výkon vysílae
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velocity(opt_4,1:4) = Inertial_weight.*velocity(opt_4,1:4) + ...
         C1.*r1.*(PBEST(opt_4,1:4) - PARTICLES(opt_4,1:4)) +...
         C2.*r2.*(GBEST(opt_4,1:4) - PARTICLES(opt_4,1:4)); 
      
      
%Výpoet nové hodnoty - souadnice x
position(opt_4,1) = round(PARTICLES(opt_4,1) +… 
velocity(opt_4,1)); 
     if position(opt_4,1) > x_vys_max 
         position(opt_4,1) = x_vys_max; 
     elseif position(opt_4,1) < x_vys_min 
         position(opt_4,1) = x_vys_min; 
     else
     end
      
%Výpoet nové hodnoty - souadnice y
position(opt_4,2) = round(PARTICLES(opt_4,2) +… 
velocity(opt_4,2)); 
     if position(opt_4,2) > y_vys_max 
         position(opt_4,2) = y_vys_max; 
     elseif position(opt_4,2) < y_vys_min 
         position(opt_4,2) = y_vys_min; 
     else
     end
      
%Výpoet nové hodnoty - výška vysílae
position(opt_4,3) = PARTICLES(opt_4,3) + velocity(opt_4,3); 
     if position(opt_4,3) > h_vysilac_max 
         position(opt_4,3) = h_vysilac_max; 
     elseif position(opt_4,3) < h_vysilac_min 
         position(opt_4,3) = h_vysilac_min; 
     else
     end
      
%Výpoet nové honoty - výkon vysílae
position(opt_4,4) = PARTICLES(opt_4,4) + velocity(opt_4,4); 
     if position(opt_4,4) > P_T_max 
         position(opt_4,4) = P_T_max; 
     elseif position(opt_4,4) < P_T_min 
         position(opt_4,4) = P_T_min; 
     else
     end
      
%Výpoet nové hodnoty fce_1
fce_1 = sum(Pokryti(Mapa,position(opt_4,3),position(opt_4,1)...
                        ,position(opt_4,2),rozl,lambda,f...
                        ,position(opt_4,4),G_T,G_R)); 
      
%Výpoet nové hodnoty fce_2
 fce_2 = (position(opt_4,3)/h_vysilac_max)+… 
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    (position(opt_4,4)/P_T_max); 
      
%Uložení hodnot - vytvoení nové ástice
     PARTICLES(opt_4,:) = [position(opt_4,:),fce_1,fce_2]; 
      
%Vymazání promnných pro další použití
     clear fce_1;   clear fce_2; 
%Konec výpotu nových ástic   
  end    
  
%Nové hodnoty ástic uložíme do archivu ešení
[repository] = vertcat(repository,PARTICLES); 
%Nedominantní tízení archivu
  [repository] = NDsort(repository,archiv_2); 
     
%Podmínka maximálního potu ešení - šetíme pam
    if size(repository,1) > MM 
        repository = crowding_dist(repository,MM); 
    else
    end
     
%% Urení nových PBEST  pro každou ástici
    for pom_1 = 1:N  
    if Lock(pom_1) == 1 %Pbest je první nedominované - navždy
    else                %Porovnáme pbest s novou ásticí pro 
   % dominanci
         
%Nové ešení dominuje staré - uložíme ho jako pbest
if PARTICLES(pom_1,5) >= archiv_1(pom_1,5) && ...
   PARTICLES(pom_1,6) <= archiv_1(pom_1,6) 
PBEST(pom_1,:) = PARTICLES(pom_1); 
                 
%Staré ešení dominuje nové - ponecháme ho jako pbest    
elseif PARTICLES(pom_1,5) <= archiv_1(pom_1,5) && ...
  PARTICLES(pom_1,6) >= archiv_1(pom_1,6) 
PBEST(pom_1,:) = PARTICLES(pom_1);    
%Nedominantní vi sob
else
Lock(pom_1) = 1; 
PBEST(pom_1,:) = PARTICLES(pom_1,:); 
end
    end      
    end 
     
%% Urení nových GBEST  pro každou ástici
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    %Nalezení vzdálenosti k jednotlivým ešením
    dxy = pdist2([PARTICLES(:,5),PARTICLES(:,6)]...
                ,[repository(:,5),repository(:,6)],'euclidean'); 
    [~,ind] = min(dxy,[],2); 
    GBEST = repository(ind,:); 
    %Vymazání promnných pro další použití
    clear dxy; 
    clear ind; 
                               
%% Uložení souasných hodnot ástic do archivu 
%  Pro porovnání v následující iteraci






%      Funkce pro nedominantí tízení - Metoda Slow & Naive
%===============================================================
function [vystup] = NDsort(vstup,del) 
  
    %Oznaení pro snadnjší zápis
    fce_1 = vstup(:,5); %find max
    fce_2 = vstup(:,6); %find min
    %ZJištní velikosti archivu
    N = size(vstup,1); 
  
for pom_1 = 1:N 
    for pom_2 = 1:N; 
        %Podmínka stejného ešení
        if pom_2 == pom_1; 
        else
            %Hledám ešení která jsou dominovaná - oznaím je
            if fce_1(pom_1) <= fce_1(pom_2) &&… 
    fce_2(pom_1) >= fce_2(pom_2) 
               [del] = [del pom_1]; 
            else
            end
        end    
    end
end
    
    %Vymažeme ešení oznaená pro dominanci
    vstup(del,:) = []; 





%        Funkce pro výpoet crowding distance
%==========================================================
function [repository] = crowding_dist(repository,MM) 
  
    %Pepis pro jednodušší zápis
    fce_1 = repository(:,5); 
    fce_2 = repository(:,6); 
  
    CD = zeros(size(repository,1),6); 
    CD(:,1) = fce_1;    %Do prvního sloupce uložíme hodnoty 
fce_1
    CD(:,2) = fce_2;    %Do druhého sloupce uložíme hodnoty 
fce_2
    CD(:,6) = 1:1:size(repository,1);   %vytvoíme index pro 
ešení
     
    %seazení dle fce_1
    CD = sortrows(CD,1); 
    %Pro minimální a maximální hodnotu považujeme CD = Inf
    CD([1,end],3) = Inf; 
    %Výpoet CD dle fce_1
    for pom_1 = 2:size(repository,1)-1     
        CD(pom_1,3) = (CD(pom_1+1,1) - CD(pom_1-1,1))/...
                      (CD(end,1) - CD(1,1)); 
    end
     
    %seazení dle fce_2
    CD = sortrows(CD,2); 
    %Pro minimální a maximální hodnotu považujeme CD = Inf
    CD([1,end],4) = Inf; 
    %Výpoet CD dle fce_2
    for pom_2 = 2:size(repository,1)-1   
            CD(pom_2,4) = (CD(pom_1+1,2) - CD(pom_1-1,2))/...
                      (CD(end,2) - CD(1,2));  
    end
     
    %Výsledná crowding distance je soutem cd pro jednotlivé 
funkce
    CD(:,5) = CD(:,3) + CD(:,4);    
    %Seazení dle výsledné crowding distance, ešení s nejvyšší 
hodnotou
    %ponecháme
    CD = sortrows(CD,5); 
    %Najdeme indexy ešení, které ponecháme
    index = CD(end-MM:end,6); 





%  Funkce pro výpoet pokrytí signálem
%===============================================================
function [P_2]= Pokryti(Mapa,h_vysilac,x_vys,y_vys… 
,rozl,lambda,f,P_T,G_T,G_R)    
     
     
%% =============================================================
%         Výpoet vzdálenosti jednotlivých bod
%===============================================================
[sx,sy,Euklid,Chebyd] = Vzdalenosti(Mapa,x_vys,y_vys,rozl); 
% sx - souadnice x jednotlivých bod
% sy - souadnice y jednotlivých bod
% Euklid - euklidovská vzdálenost bod od pozice vysílae
% Chebyd - ebyševova vzdálenost bod od pozice vysílae
%% =============================================================
%                       Rozložení na jednotlivé trasy
%                   Výpoet výškových bod jednotlivých tras
%===============================================================
 [Trasy] = Rozloz(x_vys,y_vys,Mapa,sx,sy); 
% Trasy - struktura obsahující jednotlivé trasy (výškové 
hodnoty),od vysílae smrem k pijímai
         
%% =============================================================
%  Výpoet útlumu jednotlivých tras v závislosti na refrakci
%                       Výpoet útlumu volným prostorem
%===============================================================
 [Celkovy_utlum_refr,pom_matice] = 
Utlum_tras(Trasy,Euklid,h_vysilac,lambda,Chebyd); 
% Útlum, pro jednotlivé trasy, zpsobený refrakcí signálu na 
pekážkách 
         
FSL = 32.44 + 20*log10(f/1e6)+20*log10(pom_matice(:,4)/1e3); 
        % FSL - útlum volným prostorem
        % Frekvence podlena 1e6 - vzorec poítá s f [MHz]
        % Vzdálenost podlena 1e3 - vzorec poítá s d [km]
FSL2 = 10*log10(((4*pi*Euklid)./lambda).^2); 
         
%% =============================================================
% Úprava parametr v bod vysílae - nahrazení Inf hodnot, atd.
%===============================================================
         
        % Nalezení indexu pozice vysílae
        index = sub2ind(size(Mapa),x_vys,y_vys); 
         
% Nahrazení daných hodnot odpovídajícími 
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        Euklid(index) = 0.1;     
     %Jelikož neumíme dlit 0, nahradíme nulovou vzdálenost
 pom_matice(index,4) = h_vysilac; 
%Skutená vzdálenost v míst vysílae je výška vysílae, 
popípad opt nahradíme "0" (nenulovou hodnotou blízkou 0)
%% =============================================================
%                   Výpoet pijímaného výkonu
%      Výpoet intenzity elektrického pole v dané oblasti
% ==============================================================
% Výpoet intenzity pole - s euklidovskou vzdáleností
Eef_1 = sqrt(30*P_T*G_T)./Euklid;  
         
% Výpoet intenzity pole - se skutenou vzdáleností
Eef_2 = sqrt(30*P_T*G_T)./pom_matice(:,4); 
         
% Výpoet výkonu signálu pí šíení volným prostorem [dBm]
P = G_T + G_R + P_T - FSL ; 
         
% Výpoet výkonu signálu pí šíení s refrakcí [dBm]
P_2 = P + Celkovy_utlum_refr; 
  
         
  
         
%         figure(1);
%         subplot(2,2,1);
%         surfc(reshape(FSL,7,7),'EdgeAlpha',0);
%         title('Free-space loss  [dB]');
%         colorbar;
%         subplot(2,2,2);
%         surfc(reshape(P,7,7),'EdgeAlpha',0);
%         title('Received power(FSL)  [dBm]');
%         colorbar;
%         subplot(2,2,3);
%         surfc(reshape(-
1*Celkovy_utlum_refr,7,7),'EdgeAlpha',0);
%         title('Refraction loss  [dB]');
%         colorbar;
%         subplot(2,2,4);
%         surfc(reshape(P_2,7,7),'EdgeAlpha',0);
%         title('Received power(FSL+RL)  [dBm]');
%         colorbar;




% Funkce pro výpoet Euklidovy, Chebychevovy vzdálenosti,  
% souadnic x a y
%===============================================================
function [sx,sy,Euklid,Chebyd] = 
Vzdalenosti(Mapa,x_vys,y_vys,rozl) 
    
% Zjistní souadnic x, y všech bod v map    
    [sx,sy] = ind2sub(size(Mapa),1:numel(Mapa)); 
  
% Výpoet euklidovské vzdálenosti mezi základním bodem a body 
ostatními
    Euklid2 = pdist2([x_vys,y_vys],[sx',sy'],'euclidean'); 
    Euklid = rozl*Euklid2; 
  
% Výpoet ebyševovy vzdálenosti mezi základním bodem a body 
ostatními
    Chebyd = pdist2([x_vys,y_vys],[sx',sy'],'chebychev');     




% Funkce na rozložení mapového podkladu na jednotlivé trasy
%===============================================================
function [Trasy] = Rozloz(x_vys,y_vys,Mapa,sx,sy) 
  
% Vytvoení struktury pro uložení jednotlivých tras
Trasy = cell(numel(Mapa),1); 
% Cyklus pro výpoet jednotlivých tras
for k = 1:numel(Mapa); 
    %Urení krajních bod pímky
    p1 = [x_vys,y_vys]; 
    p2 = [sx(k),sy(k)]; 
        %Urení délkek v jednotlivých smrech
    dx = p1(1):p2(1); 
    dy = p1(2):p2(2); 
    if isempty(dx) ==1 
        dx = fliplr(p2(1):p1(1)); 
    else
    end
    if isempty(dy) ==1 
        dy = fliplr(p2(2):p1(2)); 
    else
    end
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% Výpoet ostatních bod úseky, v závislosti na vzdálenosti 
daných bod
    if length(dx) > length(dy) 
        x = p1(1):p2(1); 
        if isempty(x) ==1 
            x = fliplr(p2(1):p1(1)); 
        else
        end
y = round((x-p1(1))*(p2(2)-p1(2))/(p2(1)-p1(1))+ p1(2)); 
         
        pozice = sub2ind(size(Mapa),x',y'); 
        if isnan(pozice) == 1 
            Trasy{k}=Mapa(x_vys,y_vys); 
        else
            Trasy{k}=Mapa(pozice); 
        end
    elseif length(dy) > length(dx) 
        y = p1(2):p2(2); 
        if isempty(y) ==1 
            y = fliplr(p2(2):p1(2)); 
        else
        end
x = round((y-p1(2))*(p2(1)-p1(1))/(p2(2) - p1(2)) + p1(1)); 
         
        pozice = sub2ind(size(Mapa),x',y'); 
        if isnan(pozice) == 1 
            Trasy{k}=Mapa(x_vys,y_vys); 
        else
            Trasy{k}=Mapa(pozice); 
        end
    else
        x = p1(1):p2(1); 
        if isempty(x) ==1 
            x = fliplr(p2(1):p1(1)); 
        else
        end
y = round((x-p1(1))*(p2(2)-p1(2))/(p2(1)-p1(1)) + p1(2)); 
         
        pozice = sub2ind(size(Mapa),x',y'); 
        if isnan(pozice) == 1 
            Trasy{k}=Mapa(x_vys,y_vys); 
        else
            Trasy{k}=Mapa(pozice); 
        end
    end
     







% Funkce pro výpoet útlumu jednotlivých tras, za pomoci funkcí 
% Najdi,Deygout1, Deygout2
%===============================================================
function [Celkovy_utlum_refr,pom_matice] = 
Utlum_tras(Trasy,Euklid,h_vysilac,lambda,Chebyd) 
  
pom_1 = length(Trasy); 
pom_matice = zeros(pom_1,4); 
Celkovy_utlum_refr = zeros(numel(Trasy),1); 
  
%Urení zda jsou na trase pekážky, i nikoliv, nalezení pozice
%pekážky a zjištní jejího útlumu
for k=1:pom_1 
    Cesta = cell2mat(Trasy(k)); 
    Vzdalenost = Euklid(k); 
     
    [v_max,pozice_v_max,Utlum_v_max,Trasa] = … 
Najdi(Cesta,Vzdalenost,lambda,h_vysilac); 
     
    pom_matice(k,1) = v_max; 
    pom_matice(k,2) = pozice_v_max; 
    pom_matice(k,3) = Utlum_v_max; 
    pom_matice(k,4) = Trasa; 
    %Dopoítá útlum trasy, pokud jsou na ní pekážky
    if pom_matice(k,2) == 0 
        Celkovy_utlum_refr(k) = 0; 
    else
        Celkovy_utlum_refr(k) = pom_matice(k,3); 
% Pomocná pro zjištní délek Vys. - Hl.prk a Hl.prk - Píj.
        pom_2 = linspace(0,Euklid(k),Chebyd(k)+1); 
        pom_3 = Cesta'; 
        % Rozdlení dle hlavní pekážky
        Cesta_1 = pom_3(1:pom_matice(k,2)); 
        Cesta_2 = pom_3(pom_matice(k,2):end); 
         
        Vzdalenost_1 = pom_2(pom_matice(k,2)); 
        Vzdalenost_2 = pom_2(end-pom_matice(k,2)); 
         
% Výpoet útlumu trasy, pi znalosti hlavní pekážky
  
Utlum_trasy_1=Deygout_1(Cesta_1,Vzdalenost_1,lambda,h_vysilac); 
        Utlum_trasy_2=Deygout_2(Cesta_2,Vzdalenost_2,lambda); 
         
        Celkovy_utlum_refr(k) = Utlum_trasy_1 + Utlum_trasy_2 +… 
pom_matice(k,3); 








Map_l = length(Cesta); 
Cesta = Cesta'; 
%% Z rozdílu výšek vypoítá reálnou délku trasy
Rozdil = Cesta(1,end)-(Cesta(1,1)+h_vysilac); 
  
if Rozdil > 0; 
    Trasa = sqrt(Vzdalenost^2+Rozdil^2); 
elseif Rozdil < 0; 
    Trasa = sqrt(Vzdalenost^2+Rozdil^2); 
elseif Rozdil == 0; 
    Trasa = Vzdalenost; 
end
Uhel_TR = asind(Vzdalenost/Trasa) ; 
Uhel_TN = 90-Uhel_TR; 
  
%% Výpoet vzdáleností d1 a d2 pro výpoet R_fres
if Map_l ==1 || Map_l==2 
    d1 = 0; 
    d2 = 0; 
else
    d1 = (Trasa/(Map_l-1)):(Trasa/(Map_l-1)):(Trasa-
(Trasa/(Map_l-1))); 
    d2 = fliplr(d1); 
end
%% Výpoet polomru první Fresnelovy zóny
R_fres = sqrt(1)*sqrt((d1.*d2)./(d1+d2)); 
  
%% Výpoet mezních hodnot výšek
if Rozdil > 0; 
    pom_d_1 = 0:Vzdalenost/(Map_l-1):Vzdalenost; 
    Mez_h = Cesta(1,1) + 
(pom_d_1.*(sin((Uhel_TN/180)*pi)))./(sin((Uhel_TR/180)*pi)); 
     
elseif Rozdil < 0; 
    pom_d_1 = 0:Vzdalenost/(Map_l-1):Vzdalenost; 
    pom_d_2 = fliplr(pom_d_1); 
    Mez_h = Cesta(1,end) + 
(pom_d_2.*(sin((Uhel_TN/180)*pi)))./(sin((Uhel_TR/180)*pi)); 
     
elseif Rozdil == 0; 





if Map_l ==1 || Map_l==2 
    Mez_h_2 = 0; 
else
    Mez_h_2 = Mez_h(2:end-1);  
End 
 %% Výpoet výšky pekážek na trase
if Map_l ==1 || Map_l==2 
    h_prk = 0; 
else
    h_prk = Cesta(2:end-1)-Mez_h_2; 
end 
%% Výpoet Fresnel-Kirchoffova difrakního parametru
v = h_prk*sqrt((2*(d1+d2))/(lambda.*d1.*d2)); 
%% Záznam nejvtšího v a pozice pekážky
if Map_l ==1 || Map_l==2 
    v_max = -2; 
    pozice_v_max = 0; 
else
    v_max = max(v); 
    pozice_v_max = find(v==max(v))+1;    %+1, jelikož nepoítáme 
krajní body
    pom_1 = length(pozice_v_max); 
    if pom_1 > 1 
        pozice_v_max = pozice_v_max(1); 
    end
     
end
%% Výpoet a záznam útlumu hlavní pekážky
if v_max <= -1 
    GAX = 0; 
elseif v_max > -1 && v_max <= 0 
    GAX = 20 * log10(0.5 - 0.62*v_max); 
elseif v_max > 0  && v_max <= 1 
    GAX = 20 * log10(0.5 * exp(-0.95 * v_max)); 
elseif v_max > 1  && v_max <= 2.4 
    GAX = 20 * log10(0.4 - sqrt(0.1184 - (0.38 - 0.1 * 
v_max)^2)); 
elseif v_max > 2.4 
    GAX = 20 * log10(0.225/v_max); 
end








    Map_l = length(Cesta_1); 
        
%% Výpoet parametr první trasy
    Rozdil_1 = Cesta_1(1,end)-(Cesta_1(1,1)+h_vysilac); 
%% Výpoet reálné délky trasy .1
     if Rozdil_1 > 0; 
        Trasa_1 = sqrt(Vzdalenost_1^2+Rozdil_1^2);     
     elseif Rozdil_1 < 0; 
        Trasa_1 = sqrt(Vzdalenost_1^2+Rozdil_1^2); 
     elseif Rozdil_1 == 0; 
        Trasa_1 = Vzdalenost_1; 
     end
      
     Uhel_TR_1 = asind(Vzdalenost_1/Trasa_1) ; 
     Uhel_TN_1 = 90-Uhel_TR_1; 
%% výpoet R_fres
     if Map_l ==1 || Map_l==2  
         d1 = 0; 
         d2 = 0; 
     else
         d1 = (Trasa_1/(Map_l-1)):(Trasa_1/(Map_l-1))… 
:(Trasa_1-(Trasa_1/(Map_l-1))); 
         d2 = fliplr(d1); 
     end   
%% Výpoet polomru první Fresnelovy zóny
     R_fres = sqrt(1)*sqrt((d1.*d2)./(d1+d2)); 
%% Výpoet mezních hodnot výšek
    if Map_l ==1 || Map_l ==2 
       Mez_h = 0;  
    else
         if Rozdil_1 > 0; 
            pom_d_1 = linspace(0,Vzdalenost_1,Map_l); 
            Mez_h = Cesta_1(1,1) +… 
(pom_d_1.*(sin((Uhel_TN_1/180)*pi)))./(sin((Uhel_TR_1/180)*pi));  
         elseif Rozdil_1 < 0; 
            pom_d_1 = linspace(0,Vzdalenost_1,Map_l); 
            pom_d_2 = fliplr(pom_d_1); 
            Mez_h = Cesta_1(1,end) +… 
(pom_d_2.*(sin((Uhel_TN_1/180)*pi)))./(sin((Uhel_TR_1/180)*pi)); 
         elseif Rozdil_1 == 0; 
            Mez_h(1:Map_l) = Cesta_1(1,end);   % výška vysílae
         end
    end 
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%% Zkrácení
if Map_l ==1 || Map_l==2 
    Mez_h_2 = 0; 
else
    Mez_h_2 = Mez_h(2:end-1);  
end
%% Výpoet výšky pekážek na trase
       if Map_l ==1 || Map_l==2 
            h_prk = 0;   
       else  
            h_prk = Cesta_1(2:end-1)-Mez_h_2; 
       end
%% Výpoet Fresnel-Kirchoffova difrakního parametru
       if Map_l ==1 || Map_l==2 
            v = -2;   
       else  
            v = h_prk*sqrt((2*(d1+d2))/(lambda.*d1.*d2)); 
       end
%% Pepoet v na útlum
        if Map_l ==1 || Map_l ==2 
            GAX = 0; 
        else
            for h = 1:(Map_l-2) 
                if v(h) <= -1 
                    GAX(h) = 0; 
                elseif v(h) > -1 && v(h) <= 0 
                    GAX(h) = 20 * log10(0.5 - 0.62*v(h));     
                elseif v(h) > 0  && v(h) <= 1 
                GAX(h) = 20 * log10(0.5 * exp(-0.95 * v(h)));     
                elseif v(h) > 1  && v(h) <= 2.4 
GAX(h) = 20 * log10(0.4 - sqrt(0.1184 - (0.38 - 0.1 * v(h))^2));     
                elseif v(h) > 2.4 
                    GAX(h) = 20 * log10(0.225/v(h));     
                end
            end
        end
          
               OL_1 = sum(GAX);        
   
          
       Utlum_trasy_1 = OL_1;   






    Map_l = length(Cesta_2); 
    
%% Výpoet parametr druhé trasy
    Rozdil_2 = Cesta_2(1,end)-(Cesta_2(1,1)); 
%% Výpoet reálné délky trasy .2
     if Rozdil_2 > 0; 
        Trasa_2 = sqrt(Vzdalenost_2^2+Rozdil_2^2);     
     elseif Rozdil_2 < 0; 
        Trasa_2 = sqrt(Vzdalenost_2^2+Rozdil_2^2); 
     elseif Rozdil_2 == 0; 
        Trasa_2 = Vzdalenost_2; 
     end
      
     Uhel_TR_2 = asind(Vzdalenost_2/Trasa_2) ; 
     Uhel_TN_2 = 90-Uhel_TR_2; 
%% výpoet R_fres
     if Map_l ==1 || Map_l==2  
         d1 = 0; 
         d2 = 0; 
     else
         d1 = (Trasa_2/(Map_l-1)):(Trasa_2/(Map_l-1))… 
:(Trasa_2-(Trasa_2/(Map_l-1))); 
         d2 = fliplr(d1); 
     end   
%% Výpoet polomru první Fresnelovy zóny
     R_fres = sqrt(1)*sqrt((d1.*d2)./(d1+d2)); 
%% Výpoet mezních hodnot výšek
    if Map_l ==1 || Map_l ==2 
       Mez_h = 0;  
    else
         if Rozdil_2 > 0; 
            pom_d_1 = linspace(0,Vzdalenost_2,Map_l); 
            Mez_h = Cesta_2(1,1) +… 
(pom_d_1.*(sin((Uhel_TN_2/180)*pi)))./(sin((Uhel_TR_2/180)*pi));  
         elseif Rozdil_2 < 0; 
            pom_d_1 = linspace(0,Vzdalenost_2,Map_l); 
            pom_d_2 = fliplr(pom_d_1); 
            Mez_h = Cesta_2(1,end) +… 
(pom_d_2.*(sin((Uhel_TN_2/180)*pi)))./(sin((Uhel_TR_2/180)*pi)); 
         elseif Rozdil_2 == 0; 
            Mez_h(1:Map_l) = Cesta_2(1,end);   % výška vysílae
         end
    end
%% Zkrácení
if Map_l ==1 || Map_l==2 
    Mez_h_2 = 0; 
else
    Mez_h_2 = Mez_h(2:end-1);  
end
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%% Výpoet výšky pekážek na trase   
       if Map_l ==1 || Map_l==2 
            h_prk = 0; 
       else
            h_prk = Cesta_2(2:end-1)-Mez_h_2;  
       end
%% Výpoet Fresnel-Kirchoffova difrakního parametru
       if Map_l ==1 || Map_l==2 
            v = -2; 
       else
            v = h_prk*sqrt((2*(d1+d2))/(lambda.*d1.*d2)); 
       end
%% Pepoet v na útlum
         
        if Map_l ==1 || Map_l ==2 
            GAX = 0; 
        else
            for h = 1:(Map_l-2) 
                if v(h) <= -1 
                    GAX(h) = 0; 
                elseif v(h) > -1 && v(h) <= 0 
                    GAX(h) = 20 * log10(0.5 - 0.62*v(h));     
                elseif v(h) > 0  && v(h) <= 1 
                GAX(h) = 20 * log10(0.5 * exp(-0.95 * v(h)));     
                elseif v(h) > 1  && v(h) <= 2.4 
GAX(h) = 20 * log10(0.4 - sqrt(0.1184 - (0.38 - 0.1 * v(h))^2));     
                elseif v(h) > 2.4 
                    GAX(h) = 20 * log10(0.225/v(h));     
                end
            end
        end
          
               OL_2 = sum(GAX);        
           
          
       Utlum_trasy_2 = OL_2;   
          
end
