Software systems can be modeled as complex networks in which software components are abstract nodes and their interactions are abstract edges. This paper attempts to characterize the structural quality of complex software networks. We propose to use a novel statistical measure, called average propagation ratio, to characterize the structural quality of general complex software networks, such as software adaptivity and maintainability. Several real-world complex software networks are analyzed in some depth to demonstrate the application of average propagation ratios. Furthermore, we investigate the key factors that determine the average propagation ratios of general complex software networks, resulting in a set of guiding principles that can be used in practical network design for improving the structural quality of complex software systems.
Introduction
Over the last decade, complex networks have been intensively studied within the mathematics, physics, biological science, nonlinear science, information science, and engineering communities [Barabási & Albert, 1999; Challet & Lombardoni, 2004; De Moura et al., 2005; MacCormack et al., 2006; Myers, 2003; Potanin et al., 2005; Ulrich, 1995; Valverde & Solé, 2003 Watts & Strogatz, 1998; Zhou et al., 2006] . Real-world software systems can be regarded as complex networks, in which software components, such as objects, classes, packages, subsystems or modules, are abstract nodes and the relationships (or interactions) between components are abstract edges. It has been shown that many typical software networks are scale-free or small-world [Challet & Lombardoni, 2004; De Moura et al., 2005; Liu et al., 2006; MacCormack et al., 2006; Myers, 2003; Potanin et al., 2005; Valverde & Solé, 2003] .
Of particular interest in software engineering are object-oriented software systems [Liu et al., 2006; Potanin et al., 2005] , where nodes represent classes and links represent their relationships such as association, inheritance and dependency. In a previous work [Liu et al., 2006] , we have found that, in addition to the power-law distributions of in-degree and out-degree, the function distribution among classes also obeys power-law distribution. Moreover, the strength of the function within a class is closely related to the out-degree of its counterpart node in an object-oriented network.
For a given software product, there exist a number of different architectures that realize the same function. Different architectures may give different properties, such as product quality, reliability, robustness, physical size, etc. [Liu et al., 2006; Myers, 2003] . It has been shown that most software systems obey the same rules of degree and function distributions. Several interesting models were proposed to explain the emergent mechanisms of the specific software structures, such as the duplication based model [Valverde & Solé, 2003] and the refactoring based model of software evolution [Myers, 2003] . However, the real reason why the disparate software networks have similar network structures remains unclear. As software development is a continuous process which requires collective efforts of many software developers and engineers, frequent changes during the development stage are inevitable. However, due to the interdependency between classes, the change in one often requires corresponding modification of several others. It would be desirable to keep the change as "local" as possible, i.e. not involving a wide range of classes.
Recently, MacCormack et al. [2006] introduced the concept of propagation cost to measure the average influence of components on the whole system for some specific software networks. Basically, the propagation cost of a software system should be kept as low as possible. That is, the influence of any performed change should be limited to a range of components which are as small as possible. A similar quantity, called failure propagation basin, was also proposed for the study of bug propagation and debugging efficiency [Challet & Lombardoni, 2004] . The failure propagation basin measures the potential influence of a faulty node and is defined as the number of all reachable nodes from the faulty node. Furthermore, the debugging basin is defined as the maximum number of software components that have to be inspected in order to locate the faulty node. In other words, the debugging basin should include all the nodes that can reach the node where software failure occurs. Therefore, in some sense, such measure is an indicator of the ease of bug propagation and debugging. These works tell us that software structure is closely related to both the extensibility and the testability of software, i.e. software maintainability. The better the software structure, the better software maintainability and the lower software development cost.
As software systems become more and more complex now, it is of great practical interest to address the basic question of how structural quality can be quantified for software networks. In this paper, a novel statistical characteristic, to which we refer to as average propagation ratio, is proposed to characterize the structural quality of general complex software networks, such as adaptivity and maintainability. In software design, it would be desirable to keep the average propagation ratio to be as small as possible, in order to reduce the cost or influence of change propagation. Clearly, the average propagation ratio is related to the number of network nodes, the number of network edges, and network distribution. We will also investigate the key factors that determine the average propagation ratios of general complex software networks. Our study will provide useful guiding principles for improving the structural quality of real-world software systems.
Our results reveal several important properties. First, the dependence between the average propagation ratios and the network diameters (or average shortest lengths) gradually reduces as the number of edges increases. Second, the dependence between the average propagation ratios and the differences between the maximum and minimum out-(or inor both) degrees initially reduces as the number of edges increases, but gradually increases as the number of edges gets larger. Third, a star structure has much lower average propagation ratios and a chain structure has much higher average propagation ratios. These observations are very useful for designing software network structures and ultimately for improving the structural quality of general complex software networks.
The rest of this paper is organized as follows. Section 2 introduces the concept of average propagation ratio and its use in characterizing the structural quality of general complex software networks. In Sec. 3, several real-world complex software networks and general complex software networks with different distributions are studied in detail. Finally, we give some conclusions in Sec. 4.
Preliminaries
In this section, we introduce the concept of average propagation ratio, which is relevant to the characterization of the structural quality of general complex software networks.
In an object-oriented (OO) software system, an element is a class, and the relationships between classes are inheritance, association, dependency, etc. We model an OO software system as a directed graph, which is denoted as G = N, E , where N is the set of all classes of the specific OO software system, and E is the set of all relationships between classes. Here, n i , n j ∈ E means that class n i either inherits from, or is associated with, or depends on class n j . Denote R ik as the set of all reachable nodes originated from node n i within a distance k. Then, the average propagation ratio of a specific complex software network within a distance k is defined as
where |N| denotes the number of classes. Let the network diameter be D. According to the above definition of average propagation ratio, if k > D, then PC k = PC. Therefore, the average propagation ratio of a specific complex software network can be defined as
Moreover, from (1) and (2), if
where R ik 1 and R ik 2 are the sets of all reachable nodes originated from node n i within the distances k 1 and k 2 , respectively. In software engineering, average propagation ratios can be used to measure the degree of influence of a change in a component on other components in a specific software system, either directly or indirectly through a chain of dependencies. The proposed average propagations ratio can be used as a measure of software structural quality as far as software maintainability is concerned. Small value of average propagations ratio indicates that the measured software is apt to be changed and debugged. It is desirable to keep the average propagation ratios as small as possible for a specific software system, so that any change can be implemented with a minimum possible set of modifications. Figure 1 shows the average propagation ratios of a simple network for k = 1 and k = 2. Here, the network has five nodes, i. For propagation distance of 2, any change in class E has a direct and indirect influence on classes C and A, respectively. Thus, R A2 = {A, B, C, D, E}. Since there is no path with length 2 other than A-C-E, the reachable sets of other classes are unchanged. Hence, PC 2 = 0.44. Furthermore, the diameter of this network is 2 and PC k = PC 2 for k > 2. 
Characterization of the Structural Quality of Complex Software Networks
In this section we apply the afore-described average propagation ratio to measure the structural quality of general complex software networks.
Statistical parameters of selected software examples
As real-world software networks become more and more complex, structural quality will be an important attribute for ease of design and maintenance. Some recent results have shown that many practical software networks are small-world or scale-free [De Moura et al., 2005; Liu et al., 2006; Lü et al., 2004] .
In the foregoing, we have used the average propagation ratio to describe the structural quality of general complex software networks. We have pointed out that it is desirable to keep the average propagation ratio as small as possible for a software network.
In the following, we will analyze the relationships between the traditional statistical characteristics and the average propagation ratios of several representative OO software systems, including Eclipse, J2sdk, Azureus, Tomcat, G3d, Nodepad++. Table 1 shows the statistical characteristics of these software networks, where [Valverde & Solé, 2003] Num = number of nodes, L = number of edges, d = average shortest length, D = diameter, C = clustering coefficient, C rand = clustering coefficient of the corresponding random network, K = average degree, In = power-law exponent of in-degree distribution, Out = power-law exponent of out-degree distribution, PC = average propagation ratio, PC rand = average propagation ratio of the corresponding random network.
Although the six selected software networks have sizes ranging from 332 nodes to 7415 nodes, the average shortest lengths are all within 10. Moreover, the network sizes and the clustering coefficients are much larger than those of random networks of comparable sizes. Furthermore, the distributions of in-degree and out-degree resemble power-law distribution, with exponents varying from 1.93 to 3.1. Therefore, the six software networks have typical small-world and scale-free characteristics. Also, the average propagation ratios of the six software networks are much lower than those of the random networks of comparable sizes.
Factors affecting average propagation ratios
Since the average propagation ratios are closely related to the network structure, a natural question to ask is: what are the key factors that determine the average propagation ratios of complex software networks? In this subsection, we will further investigate the relationships between the average propagation ratios and several statistical parameters. Our experiment begins with generating three network structures with different degree distributions, namely, random, exponential and power law. We then calculate the average propagation ratios of these networks. Our results show that the average propagation ratios are very sensitive to the number of edges of the software networks. Figure 2 displays the average propagation ratios versus the number of edges for random networks with 1000 nodes, where PC k shown in the legend represents the average propagation ratio for distance k. We clearly observe that the average propagation ratios of random networks increase with the number of edges for a given number of nodes. Moreover, the average propagation ratios are generally smaller for shorter k.
In the following, we study the relationship between the average propagation ratios and the distribution for a network with fixed numbers of nodes and edges. In this case, we generate various networks with different degree distributions, namely, random networks, exponential networks, and power law networks. In all numerical experiments, the number of nodes is 1,000 and the number of edges varies from 1,000 to 10,000. All characteristic parameters have been obtained from averaging over 100 independent experiments. Figure 3 shows the average propagation ratios of random networks, scale-free networks, and the exponential distribution networks. From Fig. 3 , the following observations can be made:
(1) Average propagation ratios generally increase with the number of edges. (2) Average propagation ratios are very dependent upon the network distribution. (3) There is no observable general relationship between the average propagation ratios and the types of the network distribution. (4) Average propagation ratios rapidly approach 1 for most network distributions. Table 2 shows the average propagation ratios of complex software networks with 1000 nodes. Fig. 3 . Average propagation ratios of random networks, scale-free networks, and exponential distributed networks with 1000 nodes. RD denotes random distribution. EP(i, i) for i = 0.05, 0.5, 1 denotes an exponential network with exponents of in-degree and out-degree distributions equal to i. SF(i, i) for i = 2, 2.5, 3 denotes a scale-free network with exponents of in-degree and out-degree distributions equal to i.
Comparison is made between random distribution (RD), exponential distribution (EP), and scale-free distribution (SF). Distinction is also made between in-degree distribution and out-degree distribution when we consider EP and SF distributions. For instance, EP(i, j) refers to exponential distribution with the exponent of the in-degree distribution being i and that of the out-degree distribution being j as shown in Tables 2-7 . Likewise, we have SF(i, j) denoting scale-free distribution with the exponent of the in-degree distribution being i and that of the out-degree distribution being j as shown in Tables 2-7 . Furthermore, Tables 3 to 7 display the difference between the maximum and minimum out degrees, the difference between the maximum and minimum in-degrees, the difference between the maximum and minimum degrees, the average shortest lengths, and the diameter, respectively.
Network structure is directly characterized by the statistical parameters described earlier, e.g. average shortest lengths, network diameters, number of edges, etc. In order to have a better understanding of how average propagation ratios are related to these conventional statistical parameters, it is of interest to know the degree of correlation between the average propagation ratios of a complex software network with the statistical parameters of the network. Figure 4 reveals Table 4 . Differences between maximum and minimum in-degrees of networks with 1000 nodes. Notations are same as (1) The correlation between the average propagation ratios and the network diameters (or average shortest lengths) gradually decreases with the number of the edges. (2) When the number of the edges is relatively small, the correlation is positive; however, when the number of the edges is relatively large, the correlation is negative. (3) The correlation between the average propagation ratios and the differences between the maximum and minimum out-degrees (or in-or both degrees) decreases initially and then gradually increases as the number of the edges further increases.
Relating average propagation ratios with network structures
In the foregoing, we have established some relationships between average propagation ratios and some conventional statistical parameters. It would be of interest to know how network structures affect average propagation ratios. Such knowledge will be useful for connecting statistical parameters with network structures, and hence is important for network design. In this subsection we will use some simplified structures to study the dependence of average propagation ratios on the kind of network structure. Figure 5 shows the average propagation ratios of some networks with four nodes and three edges. Specifically, the average propagation ratios of the networks in Fig. 5 are 0. 4375, 0.4375, 0.4375, 0.5625, 0.5625, 0.5, 0.5 and 0.625 . Moreover, our results clearly point out that the star structure has much lower average propagation ratios and the chain structure has much higher average propagation ratios. These results remain generally valid for complex software networks.
Conclusions
In this paper we have introduced an efficient statistical measure, called average propagation ratio, to characterize the structural quality of general complex software networks. Several representative real-world complex software networks have been analyzed to illustrate the physical meaning of the proposed average propagation ratio. Also, we have further studied the relationships between the average propagation ratios and some statistical parameters. Our results reveal that (i) the correlation between the average propagation ratios and the network diameters (or average shortest lengths) gradually decreases with the increase of the number of the edges; (ii) the correlation between the average propagation ratios and the differences between the maximum and minimum out-(or in-or both) degrees initially decreases and then gradually increases as the number of the edges further increases. Moreover, we have shown that the star structure has much lower average propagation ratios and the chain structure has much higher average propagation ratios. These results provide useful guiding principles for enhancing the structural quality of complex software networks.
