Cristallisation d'applications musicales par collaboration by Fober, Dominique et al.
HAL Id: hal-02158891
https://hal.archives-ouvertes.fr/hal-02158891
Submitted on 18 Jun 2019
HAL is a multi-disciplinary open access
archive for the deposit and dissemination of sci-
entific research documents, whether they are pub-
lished or not. The documents may come from
teaching and research institutions in France or
abroad, or from public or private research centers.
L’archive ouverte pluridisciplinaire HAL, est
destinée au dépôt et à la diffusion de documents
scientifiques de niveau recherche, publiés ou non,
émanant des établissements d’enseignement et de
recherche français ou étrangers, des laboratoires
publics ou privés.
Cristallisation d’applications musicales par collaboration
Dominique Fober, Stéphane Letz, Yann Orlarey, Thierry Carron
To cite this version:
Dominique Fober, Stéphane Letz, Yann Orlarey, Thierry Carron. Cristallisation d’applications musi-
cales par collaboration. Journées d’Informatique Musicale, May 1998, La Londe-les-Maures, France.
pp.A2-1, A2-7. ￿hal-02158891￿
Cristallisation dÕapplication musicales
par collaboration
Dominique Fober - Stphane Letz - Yann Orlarey - Thierry Carron
GRAME
Laboratoire de recherche MIL PRODUCTIONS
9, rue du Garet  BP 1185 BP 256
69202 LYON CEDEX 01 69659 Villefranche Cedex
Tl (33) 04 720 737 00 Fax (33) 04 720 737 01 tl/fax : (33) 04 740 251 95
Email : [fober, letz, orlarey]@rd.grame.fr Email : mprod@hol.fr
RSUM. Le dveloppement de la communication et de la collaboration inter-applications conduisent 
lÕlaboration de systmes de plus en plus modulaires, bass sur des composants lmentaires et
spcialiss qui sont amens  collaborer pour produire des comportements mergents complexes. Dans le
domaine musical, MidiShare fournit les fondements  de tels systmes en prenant en compte les besoins
spcifiques des applications musicales. LÕtape ultrieure de la collaboration entre applications consiste
naturellement  fournir des systmes permettant de la simplifier et de lÕautomatiser. CÕest en ce sens que
nous prsentons un nouveau concept : la Òcristallisation de programmeÓ qui consiste  assembler
dynamiquement des applications spares.
MOTS-CLS. architecture logicielle, communication, collaboration, temps-rel.
1 Introduction
En informatique, la notion de communication prend une importance croissante. Elle sÕest notamment
dveloppe avec lÕapparition des architectures parallles et distribues pour en permettre une meilleure
exploitation. Mais les concepts de communication, prsents dans dÕautres domaines scientifiques,
fournissent galement des outils puissants pour la modlisation de phnomnes naturels ou le
dveloppement dÕapplications complexes. AujourdÕhui, la communication s'impose comme une ncessit
pour lÕensemble des applications qui vont vers une spcialisation toujours croissante et sont de ce fait,
contraintes  la collaboration pour toutes les tches qui chappent  leurs comptences.
Dans le cadre de nos travaux sur les architectures logicielles pour la musique [1] , nous avons dvelopp
un systme dÕexploitation musical, MIDIShare [2], dont une des caractristiques principales est de
favoriser la communication inter-applications [3] et par l leur collaboration. Le modle de
communication de MIDIShare est connexionniste. Il peut tre dynamiquement configur par les
applications ou lÕutilisateur. Il est le fondement de la richesse du systme et de son extensibilit :
dÕemble, toute nouvelle application se place dans un cadre collaboratif et vient enrichir les possibilits
offertes par celles dj existantes. Les applications peuvent alors tre vues comme des agents
communicants, interagissants et capables de produire un comportement mergeant. La possibilit pour
lÕutilisateur de se constituer ainsi des mta-applications, lui restitue une dimension de programmabilit de
la machine.
Le problme qui se pose ds lors, est celui des outils permettant de faciliter la mise en oeuvre de cette
collaboration, voire de la figer pour des configurations se rvlant intressantes. Il peut en effet tre
rapidement fastidieux dÕactiver et de rgler toutes les applications engages dans une mme
collaboration, cela peut tre rendu impossible par leur localisation sur des machines diffrentes. LÕtape
suivante dans le dveloppement de la collaboration passe donc par un concept nouveau : la cristallisation
de programme.
2 Le contexte
Les principes de la collaboration inter-applications ont t lÕobjet dÕun certain nombre de travaux. Ces
travaux concernent deux directions diffrentes. La premire, applicable au niveau utilisateur, repose sur
les langages de script, qui permettent dÕactiver des applications et de les contrler de manire externe. La
seconde repose sur la notion de document composite, associant les donnes et les logiciels permettant de
les diter.
2.1 Les architectures orientes document.
Considrant quÕil est plus naturel de centrer le travail de lÕutilisateur sur le document plutt que sur les
outils qui lui permettent de le manipuler, des architectures orientes document telles que OLE (Object
Linking and Embedding) dveloppe par Microsoft ou encore plus rcemment OpenDoc [Piersol, 1994]
dveloppe par Apple, ont donc vu le jour. Le propos de ces architectures est de rendre transparente la
collaboration des applications autour dÕune tche prcise, centre sur le concept de document. Cette
collaboration se traduit dans les faits par la contribution de chaque application dans son domaine (textuel,
graphique...)  lÕlaboration du document. Il sÕagit donc dÕun mode de collaboration fig autour dÕun
concept unique, et dont les principes de mise en oeuvre ne sont pas accessibles  lÕutilisateur.
2.2 Les langages de scripts
Le shell Unix [5] est bas sur deux concepts simples et puissants : les fichiers et les flots de donnes. Les
programmes fonctionnent comme des filtres : ils prennent un flot de donnes en entre et produisent un
flot en sortie. Le systme de communication entre ces programmes est constitu de ÔpipesÕ, qui
permettent de rediriger le flot de donnes sortant dÕune application vers lÕentre dÕune autre. Un langage
de script, le shell, permet sous une forme textuelle, dÕactiver les applications et de dcrire le cheminement
du flot de donnes.
Plus rcemment, dÕautres travaux ont t men dans le cadre dÕOSA (Open Scripting Architecture) [6]
avec pour but de prendre en charge lÕautomatisation, lÕintgration et la personnalisation des applications
et des services systmes. OSA repose notamment sur un systme de communication  messages
distribus : les Apple Events [7],  et sur un langage de script : AppleScript [8]. Les messages agissent au
niveau utilisateur sur les objets de lÕapplication tels que les fentres, ou encore tout autre objet ou service
que lÕapplication voudra rendre accessible  ces messages. Le langage de script permet dÕactiver les
applications et de restituer leur comportement par le biais de ces messages.
Dans le domaine musical, le principal problme soulev par ces systmes est quÕils ne prennent pas en
compte la dimension du temps. Le systme Unix est totalement inadapt au temps rel. Sur Macintosh, le
temps de transmission dÕun ÔApple EventÕ est lev et nÕest pas dterministe : il augmente avec
lÕoccupation du temps CPU de la machine.
3ÊLa cristallisation de programme
Nous prsenterons plusieurs solutions permettant de faciliter la collaboration des applications musicales.
Parce quÕelle bnficie dÕune mise en oeuvre pour un ensemble dÕapplications, la cristallisation par
collaboration sera ensuite plus dtaille.
3.1 Concepts
La cristallisation de programme consiste, dans un environnement collaboratif ouvert,  construire une
application quivalente  lÕensemble des applications en cours dÕutilisation. LÕide recouvre 3 abords
diffrents, qui peuvent se rvler complmentaires : il sÕagit de restitution, dÕagrgation ou de synthse
du comportement collaboratif des applications. Les modes de cristallisation correspondants seront
qualifis de faible  forte.
3.2 Cristallisation collaborative
Elle reprsente la possibilit dÕenregistrer lÕtat et le comportement dÕun ensemble dÕapplications, pour
pouvoir ensuite restituer cet tat et piloter les applications correspondantes de manire  reproduire le
mme comportement. Ce mode de cristallisation suppose une collaboration tendue de la part des
applications, qui doivent permettre leur contrle de manire externe. Il est qualifi de faible parce que le
rsultat de la cristallisation est  lui seul incomplet pour restituer le comportement des applications, la
prsence et la collaboration de celles-ci sont galement ncessaires. Il peut tre cependant plus utile que
des modes de cristallisation plus forts, dans le cas de collaboration pour des systmes rpartis sur un
rseau par exemple, puisquÕil permet de conserver galement la topologie du systme.
3.3 Cristallisation par agrgat
Elle reprsente pour une application, la possibilit dÕaccder aux ressources code qui produisent le
comportement de chacune des applications de lÕenvironnement, de sÕapproprier ce code par recopie, et de
restituer le comportement global de lÕenvironnement en lÕexcutant. La cristallisation rsulte ici dans
lÕagrgation en une application, des ressources de lÕensemble des applications de lÕenvironnement.
3.4 Cristallisation par synthse
Elle reprsente pour une application, la possibilit dÕaccder  la description fonctionnelle du
comportement de chacune des applications de lÕenvironnement, de combiner ces descriptions et de
restituer le comportement quivalent en valuant le rsultat de cette combinaison. La cristallisation
rsulte ici dans la synthse du comportement des applications. Elle repose sur un formalisme commun 
lÕensemble des applications et prsente lÕavantage dÕtre plus compacte que la cristallisation par agrgat.
4 La cristallisation collaborative
Elle repose sur le concept de mta-application, vue comme une application virtuelle dont on considre
que les composants sont les applications relles dont on veut cristalliser le comportement. Cette
application virtuelle sera manipule comme un unique objet logiciel. Elle diffre cependant dÕune
application relle par le fait essentiel quÕelle est dclinable  lÕinfini, en fonction des composants actifs
lors de la cristallisation.
4.1 Services de la mta-application
Le fonctionnement de la mta-application repose sur la collaboration de ses diffrents composants,
rendue possible par le biais dÕun protocole de communication commun. Considrons lÕensemble des
services fournis par cette application virtuelle comme un ensemble de commandes auxquelles elle rpond,
il suffit alors dÕidentifier ces commandes dans un protocole de communication commun et de les
distribuer  chacun des composants pour que les services correspondant existent. Leur implmentation
relle dpend alors de chaque composant et de sa rponse  chaque message. LÕactivation des services
pourra se faire grce  un ou plusieurs composants spcialiss, communs  lÕensemble des applications
virtuelles, qui auront pour responsabilit de distribuer les messages correspondants (figure 1).
Composant A
Composant B
Composant N
Commande 1
Commande 2
Commande n
Composant S
Mta-application
figure 1
La cristallisation elle-mme, ie lÕidentification des diffrents composants de la mta-application en vue de
leur manipulation future, sera ralise par un composant spcialis particulier,  capable de collecter lÕtat
courant du systme, pour le stocker dans un document qui permettra ensuite de le reconstituer.
4.2 Exemple de protocole
Nous allons examiner un exemple de dfinition de protocole permettant dÕimplmenter les services
lmentaires de toute application (tableau 1).
Commandes Services
"Launch" ouverture de l'application
"Quit" fermeture de l'application
"Load" restauration d'un tat particulier
"Save" sauvegarde d'un tat particulier
tableau 1
Ces services vont pourvoir tre implments grce aux 4 messages suivants :
Messages Descriptions Rponses
"GetIdMsg" requte d'identification identification du composant
"QuitMsg" requte de fermeture -
"GetStateMsg" demande d'tat tat du composant
"StateMsg" tat d'un composant -
tableau 2
Nous allons supposer que tous les services prcdemment dfinis sont pris en charge par un composant
unique qui assure galement lÕtape de cristallisation.
4.2.1 Cristallisation des composants
LÕtape de cristallisation consiste  identifier tous les composants actifs  un moment donn et  stocker
dans un document les informations ncessaires  la restitution de ces composants. Ce document constitue
la seule occurrence relle de la mta-application. Il sera constitu de la manire suivante :
- mission du message ÒGetIdMsgÓ qui demande  chaque composant de renvoyer son identit. Ce
message est distribu  toutes les applications, y compris celles qui nÕimplmentent pas le
protocole.
- initialisation dÕun dlai dÕattente des rponses.
- traitement des rponses et sauvegarde dans un document. LÕabsence de rponse est interprte
comme lÕabsence de composant actif.
4.2.2 Ouverture de la mta-application
Consiste  ouvrir le document correspondant,  identifier ses composants et  les ouvrir individuellement.
4.2.3 Fermeture de la mta-application
Consiste simplement  mettre le message ÒQuitMsgÓ. Les composants recevant ce message sont censs
quitter le systme  rception du message.
4.2.5 Sauvegarde dÕun tat
LÕtape de sauvegarde consiste  demander  tous les composants actifs de renvoyer leur tat :
- mission du message ÒGetStateMsgÓ. A rception de ce message, un composant est cens rpondre
par le message ÒStateMsgÓ, contenant en en-tte lÕidentification de lÕapplication suivi de la
description de son tat.
- initialisation dÕun dlai dÕattente des rponses.
- sauvegarde des rponses dans un document.
4.2.4 Restauration dÕun tat
Consiste  ouvrir le document correspondant,  identifier les composants et  leur renvoyer leur tat sous
la forme du message ÒStateMsgÓ prcdent. A rception de ce message, un composant est cens prendre
lÕtat correspondant.
5 Un exemple dÕimplmentation sur lÕarchitecture de MidiShare
Un exemple dÕimplmentation dÕun protocole permettant la cristallisation de composants logiciels a t
ralis par la St Mil Productions  travers un ensemble dÕapplications (figure 1) bases sur lÕarchitecture
de MidiShare. Ces applications ainsi que le protocole associ reposent sur la mtaphore du studio
dÕinformatique musicale : il est considr que le rsultat de la cristallisation reprsente lÕquivalent dÕun
ensemble dÕappareils installs dans un studio, ainsi que des connexions qui peuvent exister entre ces
appareils. Sur la base de cette mtaphore, le protocole permet des manipulations courantes du studio
telles que mise en service, extinction du studio, sauvegarde et restauration des connexions, sauvegarde et
restauration de lÕtat des composants.
figure 2
LÕimplmentation bnficie de lÕarchitecture de MidiShare pour ce qui concerne la communication et la
gestion des connexions entre applications. Toute la partie communication est une surcouche de la norme
MIDI, de telle sorte que lÕchange des messages correspondant au protocole nÕest pas localis  une
machine. Ce protocole est appel MAG (pour MIDI Application Glue).
5.1 Le protocole MAG
Il permet dÕimplmenter les services lmentaires dfinis ci-dessus (4.2 Exemple de protocole) grce aux
3 messages suivants :
Messages Descriptions Rponses
DumpRequest demande d'tat message Dump
Dump tat -
QuitRequest demande de fermeture -
tableau 3
Ces messages sont transmis sous la forme de System Exclusive MIDI et ont le format suivant :
SysEx F0
Identificateur constructeur <1 octet>
Identificateur  protocole <n octets>
Identificateur  message <n octets>
Donnes spcifiques au message <0 - n octets>
Fin de SysEx F7
Seul le message dÕtat ÒDumpÓ contient des donnes spcifiques qui sont les suivantes :
Identificateur  de lÕapplication <8 octets>
Signature de lÕapplication <4 octets>
Donnes spcifiques  lÕapplication <0 - n octets>
- LÕidentificateur est un champ qui dpend de la machine hte. Il doit contenir les informations
ncessaires pour identifier le processus correspondant  lÕapplication (au sens du systme
dÕexploitation de la machine), et pour la localiser en tant que fichier.
- La signature est un champ indpendant machine, qui permet dÕidentifier toutes les applications
identiques dans le sens o elles peuvent tre des implmentations, des copies ou des instances
diffrentes de la mme application. Une application nÕest cense accepter que les messages qui
portent sa signature.
- Les donnes spcifiques contiennent lÕtat interne de lÕapplication. Elles peuvent tre interprtes
par toutes les applications qui portent la mme signature.
5.2 Le document Òmta-applicationÓ
Le concept de mta-application repose sur un unique document qui contient lÕtat total du systme au
moment de la cristallisation soit :
- lÕidentification des composants permettant de les ractiver.
- lÕtat des connexions du systme, incluant tant les diffrents composants que toutes les applications
compatibles MidiShare.
- lÕtat des diffrents composants.
Dans la mtaphore du studio, le mme document peut donc servir  :
- allumer le studio en une seule opration : en ouvrant tous les composants contenus dans le
document.
- restaurer un cblage particulier du studio : en restaurant lÕtat des connexions entre les composants.
- restaurer un tat particulier du studio : en restaurant lÕtat des diffrents composants.
Du point de vue de lÕapplication virtuelle, nous avons runi toutes les fonctionnalits dÕune application
relle : plusieurs documents correspondant  une mme configuration de studio reprsentent le concept
usuel de document pour une mme mta-application.
5.3 Les composants spcialiss
LÕactivation des services dÕune mta-application se fait grce  trois composants spcialiss :
- Studio Maker : prend en charge les services dÕactivation (ÒLaunchÓ) et de sauvegarde (ÒSaveÓ)
dÕune mta-application. Il gnre le document correspondant  un tat du systme. Il restaure les
composants du systme et leurs connexions  partir dÕun document mais ne modifie pas lÕtat
interne des composants.
- Studio Loader : fournit le service de restauration dÕun tat (ÒLoadÓ) des composants  partir dÕun
document. Il ne restaure pas les composants qui ne seraient pas prsents au moment de lÕappel.
- Studio Closer : permet de quitter la mta-application (ÒQuitÓ) en fermant tous les composants
actifs au moment de lÕappel.
6 Conclusion
Dans le domaine de lÕinformatique musicale, ces dernires annes ont vu sÕimposer des logiciels dont
lÕambition croissante a eu pour rsultat de complexifier singulirement leur utilisation. LÕaccumulation et
la centralisation de fonctionnalits dans un mme logiciel ont gnralement eu pour effet leur sous-
exploitation en proportion. Tirant leon de ce constat, les applications de lÕinformatique musicale
sÕorientent aujourdÕhui vers des systmes plus modulaires par le biais de Òplug-insÓ. LÕarchitecture sous-
jacente est un modle centralis de gestion des composants o la dimension de programmabilit est
difficilement accessible  lÕutilisateur.
LÕapproche que nous avons prsent est originale dans le sens o elle est totalement rpartie et peut se
prter aisment  des prolongements en rseau.  A partir de concepts usuels, elle fournit  lÕutilisateur une
manire simple de construire de nouvelles applications  partir de celles existantes. Elle nous semble
intressante tant pour sa souplesse que pour son accessibilit. Elle peut se rvler riche de prolongements
pour le concept mme dÕapplication et dÕenvironnement logiciel.
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