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Abstrakt
Bakala´rˇska´ pra´ce popisuje na´vrh, implementaci a testova´n´ı aplikace, ktera´ zprostrˇedkova´va´
generova´n´ı konfiguracˇn´ıch soubor˚u mikrokontrole´ru, pomoc´ı graficke´ho uzˇivatelske´ho roz-
hran´ı. Vy´stupem te´to aplikace jsou soubory s funkcemi, ktere´ lze prˇidat do projektu s dany´m
mikrokontrole´rem.
Abstract
Bachelor thesis describes the design, implementation and testing application that provides
generating configuration files for microcontroller, using the graphical user interface. The
output of this application are files with functions that can be added to the project for
specific microcontroller.
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Kapitola 1
U´vod
C´ılem te´to pra´ce je na´vrh a implementace aplikace, pomoc´ı ktere´ bude mozˇno jednodusˇe
a prˇehledneˇ nastavit periferie mikrokontrole´r˚u. K samotne´mu nastaven´ı mikrokontrole´ru
bude slouzˇit zdrojovy´ soubor, ktery´ tato aplikace vygeneruje. Tato technicka´ zpra´va, ktera´
popisuje, jak byla tato aplikace navrzˇena a posle´ze implementova´na se deˇl´ı na sedm kapitol
vcˇetneˇ tohoto u´vodu. Podrobnosti o specifikac´ıch jednotlivy´ch cˇa´st´ı aplikace a jejich analy´ze
se p´ıˇse v kapitole 2. V kapitole 3 se popisuj´ı technologie, ktere´ se Prˇi vy´voji vyuzˇ´ıvaly
a pomoc´ı ktery´ch aplikace pracuje. Kapitola 4 se zaby´va´ nejen na´vrhem samotne´ aplikace,
ale take´ na´vrhem struktury soubor˚u, ktere´ jsou touto aplikac´ı vyuzˇ´ıva´ny. Zaj´ımave´ cˇa´sti
implementace jednotlivy´ch cˇa´st´ı se rozeb´ıraj´ı v kapitole 5. O na´vrhu formy testova´n´ı, jeho
pr˚ubeˇhu a vy´sledc´ıch se lze docˇ´ıst v kapitole 6. Zhodnocen´ı pra´ce, pla´ny na vylepsˇen´ı a dalˇs´ı
vy´voj budou rozebra´ny v posledn´ı cˇa´sti, kterou je kapitola 7.
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Kapitola 2
Analy´za a specifikace
Nejprve bude potrˇeba se zaby´vat pozˇadavky jake´ jsou kladeny na aplikaci, jak ze strany
zada´n´ı, tak ze strany analy´zy podobny´ch aplikac´ı a jejich funkc´ı. Da´le bude trˇeba analy-
zovat take´ samotny´ mikrokontrole´r, jeho strukturu a pozˇadavky souvisej´ıc´ı s nastavova´n´ım
periferi´ı. na te´to analy´ze bude za´lezˇet vzhled a chova´n´ı budouc´ı aplikace.
2.1 Analy´za a specifikace pozˇadavku
Byl zada´n pozˇadavek na vytvorˇen´ı aplikace, s jej´ızˇ pomoc´ı by se snadno a prˇehledneˇ konfi-
gurovaly periferie dane´ho mikrokontrole´ru (da´le jen MCU). Krite´ria te´to aplikace byla tedy
kladena na graficke´ rozhran´ı, da´le na jej´ı multiplatformnost a neme´neˇ take´ na samotnou
implementaci nastaven´ı MCU. Jako vzor bude slouzˇit, plugin do CodeWarrior IDE, Proces-
sor Expert, ktery´ je ovsˇem prˇes vesˇkere´ sve´ vy´hody pevneˇ spjat s CodeWarrior a produkty
firmy Freescale (v´ıce o prostrˇed´ı CodeWarrior [4]).
Bude tedy nutno vytvorˇit strukturu jednoho cˇi v´ıce soubor˚u uchova´vaj´ıc´ı popis dane´ho
MCU se vsˇ´ım co je pro nastaven´ı periferi´ı potrˇeba a navrhnout jejich hierarchii. Da´le vytvorˇit
aplikaci, ktera´ tyto soubory nacˇte a informace v souborech obsazˇene´ zobraz´ı v uzˇivateli
prˇ´ıveˇtive´ formeˇ. Bude take´ potrˇeba zajistit kontrolu uzˇivateli zadany´ch hodnot a patrˇicˇneˇ
jej upozornit na chybove´ hodnoty. Nakonec, jako vy´sledek, vygenerovat zdrojove´ soubory,
ktere´ bude moct uzˇivatel prˇilinkovat ke sve´mu projektu. Tyto zdrojove´ soubory budou
obsahovat jak funkce pro inicializaci dany´ch periferi´ı, tak i za´kladn´ı funkce pro obsluhu
dane´ periferie. Aplikaci bude mozˇne´ provozovat pod operacˇn´ımi syste´my Linux a Microsoft
Windows XP/7.
2.2 Analy´za a specifikace graficke´ho rozhran´ı
Graficke´ rozhran´ı by meˇlo obsahovat v prve´ rˇadeˇ komponentu pomoc´ı ktere´ se lze prˇehledneˇ
procha´zet periferiemi, ktere´ dane´ MCU nab´ız´ı. Tato komponenta by take´ meˇla opticky oddeˇ-
lit nesouvis´ıc´ı periferie a souvisej´ıc´ı sdruzˇit do skupiny. Da´le by zmı´neˇna´ komponenta meˇla
dovolovat editovat hodnoty, ktery´mi se dana´ periferie nastavuje. do graficke´ho rozhran´ı
programu je trˇeba zarˇadit i komponentu, ktera´ bude zprostrˇedkova´vat na´hled na MCU,
jeho vy´vody, tvar pouzdra a dalˇs´ı informace, ktere´ usnadn´ı na´hled na nastavovanou pe-
riferii respektive MCU. pro vy´stup informac´ı o chyba´ch, jak programovy´ch, tak chyba´ch
nastaven´ı MCU, bude trˇeba vytvorˇit komponentu, ktera´ tyto informace prˇehledneˇ zobraz´ı,
podobneˇ bude trˇeba rˇesˇit i na´poveˇdu k nastavovany´m periferi´ım a hodnota´m. pro usnadneˇn´ı
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pra´ce uzˇivatele bude do rozhran´ı zakomponova´no i pole pro vyhleda´va´n´ı a liˇsta s tlacˇ´ıtky
pro d˚ulezˇite´ akce programu.
2.3 Analy´za a specifikace MCU
Pro implementaci byl zvolen MCU MC9S08JM60 od firmy Freescale, pro dostupnost jeho
materia´l˚u a hlavicˇkovy´ch soubor˚u. pro implementaci dane´ho MCU bude potrˇeba vytvorˇit
soubory, ktere´ budou popisovat pameˇt’, pouzdro, rozlozˇen´ı pin˚u, periferie a mozˇnost jejich
nastaven´ı.
Pro popsa´n´ı pameˇti MCU, vzhledem k potrˇeba´m aplikace, bude trˇeba popsat ty registry,
ktere´ jsou potrˇeba pro nastaven´ı periferi´ı. Registry tohoto MCU jsou 8-bitove´, bude trˇeba
zajistit vkla´da´n´ı 16-bitovy´ch hodnot, aby uzˇivatel toto nemusel rˇesˇit (naprˇ´ıklad nastaven´ı
hodnoty modulo u TPM [5]). V registrech se take´ vyskytuj´ı skupiny bit˚u, ktere´ se budou
nastavovat hodnotou nebo vy´beˇrem ze seznamu hodnot. je nutne´ popsat i bity a ukla´dat
jejich vy´choz´ı hodnoty.
Prˇi popisu rozdeˇlen´ı pin˚u je steˇzˇejn´ı tvar pouzdra, pocˇet pin˚u, jejich na´zvy a cˇ´ısla.
Jelikozˇ v´ıce periferi´ı sd´ıl´ı piny, bude potrˇeba uzˇivatele upozornit pokud bude cht´ıt generovat
nastaven´ı pro periferie obsazuj´ıc´ı stejne´ piny.
U periferi´ı bude trˇeba popsat jednotlive´ hodnoty a to tak, aby bylo pro uzˇivatele snadne´
je cˇ´ıst a nastavit spra´vneˇ pro pozˇadovanou aplikaci, k tomu mu bude take´ dopoma´hat na´po-
veˇda ke kazˇde´ hodnoteˇ a periferii. U neˇktery´ch hodnot periferi´ı bude trˇeba kontrolovat, jestli
ma´ dane´ nastaven´ı smysl (naprˇ´ıklad nastaven´ı pull-up u pin˚u portu, ktere´ jsou nastaveny
jako vy´stupn´ı), nebo kontrolovat prˇ´ıpady kdy se nastaven´ım neˇjake´ hodnoty periferie omez´ı
hodnota jina´ (naprˇ´ıklad nastavena´ 10-bitova´ adresa u IIC ktere´ nema´ povolenu rozsˇ´ıˇrenou
adresu [5]).
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Kapitola 3
Pouzˇite´ technologie
Jelikozˇ bylo pro vy´voj aplikace zvoleno prostrˇed´ı Qt, d´ıky jeho multiplatformnosti, cozˇ byl
jeden z pozˇadavk˚u na aplikaci, byly i podle tohoto voleny ostatn´ı technologie, protozˇe jsou
multiplatformn´ı a Qt je podporuje.
3.1 Qt framework
Jelikozˇ byl pozˇadavek na multiplatformnost aplikace zvolil jsem pro jej´ı vy´voj Qt, cozˇ je fra-
mework pro vytva´rˇen´ı aplikac´ı s graficky´m rozhran´ım, ktere´ je mozˇno prˇekla´dat naprˇ´ıcˇ
platformami [15]. Qt vyvinuli Haarand Nord a Eirik Chambe-eng [8] a dnes jej spravuje
spolecˇnost Nokia. pro ko´dova´n´ı aplikace byla pouzˇita verze 4.7.0, ktera´ byla nejnoveˇjˇs´ı verz´ı
v repozita´rˇi. V soucˇasne´ dobeˇ je nejnoveˇjˇs´ı verze 4.8.1. Soucˇasny´ vy´voj tohoto frameworku
se up´ıra´ ke Qt verzi 5 [9].
3.2 C++
Programovac´ı jazyk jsem zvolil jazyk C++, pro jeho rozsˇ´ıˇrenost a vhodnost. Jazyk C++
vycha´z´ı z jazyka C a nab´ız´ı prostrˇedky objektoveˇ orientovane´ programova´n´ı [18], byl vyvinut
Bjarne Stroustrupem [6] v Bellovy´ch laboratorˇ´ıch. Nejnoveˇjˇs´ı verze tohoto jazyka je uvedena
pod na´zvem C++11 [19], v pra´ci pouzˇ´ıva´m verzi C++98, ktera´ je podporovana´ v Qt.
3.3 XML
Pro za´pis a cˇten´ı dat aplikac´ı jsem pouzˇil jazyk XML (Extensible Markup Language), ktery´
nab´ız´ı prˇehlednou syntaxi pro cˇten´ı i vytva´rˇen´ı dokument˚u [17] a take´ pro jeho podporu
v Qt. Jazyk XML je znacˇkovac´ı jazyk, ktery´ definuje pravidla pro cˇten´ı dokument˚u, jeho
tv˚urcem je skupina XML Working Group sformova´na pod organizac´ı W3C [2], ktera´ jej
i nada´le spravuje. Ve sve´ pra´ci pouzˇ´ıva´m verzi 1.0 v revizi 5 vydane´ roku 2008, protozˇe
nejnoveˇjˇs´ı verze 1.1 [3] neprˇina´sˇ´ı pro potrˇeby projektu zˇa´dne´ vy´razne´ prˇednosti.
3.4 XSD
K popisu struktury a omezen´ı XML dokument˚u pouzˇ´ıva´m XSD (XML Schema Dokument),
tato technologie popisuje pomoc´ı XML sche´mata strukturu jine´ho XML dokumentu. Takto
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lze v XML dokumentu definovat jme´na znacˇek, parametry znacˇek, definovat unika´tn´ı znacˇky
a typ obsahu znacˇky [20]. XSD byl vyvinut organizac´ı W3C ktera´ jej nada´le spravuje. V me´
pra´ci je struktura XML dokument˚u definova´na XSD ve verzi 1.0 ktera´ byla aktua´ln´ı v dobeˇ
vzniku projektu. Dnes uzˇ je prˇ´ıstupne´ XSD ve verzi 1.1 [21].
3.5 HTML
Na popis obsahu, ktery´ se ma´ zobrazit v komponenta´ch podporuj´ıc´ı Rich Text, Qt pouzˇ´ıva´
podmnozˇinu znacˇek jazyka HTML (Hyper Text Markup Language), ktery´ je znacˇkovac´ım
jazykem pro webove´ stra´nky. Jazyk vyvinul Tim Berners-Lee a nada´le jej udrzˇuj´ı organizace
W3C, WHATWG a IETF [11]. Qt podporuje podmnozˇinu znacˇek HTML verze 4 [16] a proto
take´ tuto verzi pouzˇ´ıva´m, nejnoveˇjˇs´ı verz´ı je verze 4.01 a pracuje se na verzi HTML 5, ktera´
je v te´to dobeˇ oznacˇena jako pracovn´ı verze.
3.6 CSS
K popisu stylu obsahu, ktery´ se ma´ zobrazit v komponenta´ch podporuj´ıc´ı Rich Text, pod-
poruje Qt podmnozˇinu jazyka CSS (Cascading Style Sheet). CSS je jazykem rozsˇiˇruj´ıc´ım
mozˇnosti popisu vzhledu HTML element˚u [12]. Jazyk vyvinul H˚akon Wium Lie [10] a dnes
je spravova´n organizac´ı W3C. Qt podporuje podmnozˇinu tohoto jazyka vycha´zej´ıc´ı z verze
2.1 [16] a to je d˚uvodem procˇ tuto verzi ve sve´ pra´ci pouzˇ´ıva´m. Vy´voj tohoto jazyka se nyn´ı
ub´ıra´ k verzi 3, ktera´ je nyn´ı sta´le ve vy´voji [1].
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Kapitola 4
Na´vrh rˇesˇen´ı
Na´vrh implementace pro tuto aplikaci bude rozdeˇlen do cˇa´st´ı, ktere´ se zaby´vaj´ı hlavn´ımi
bloky aplikace a take´ soubory ktere´ slouzˇ´ı k popisu MCU.
4.1 Na´vrh implementace graficke´ho rozhran´ı
Graficke´ rozhran´ı se navrhovalo postupneˇ tak, zˇe se nejprve navrhlo rozdeˇlen´ı sekc´ı a jejich
umı´steˇn´ı v hlavn´ım okneˇ, na´sledneˇ se provedl vy´beˇr a popis komponent a dialog˚u , ktere´ se
budou na graficke´m rozhran´ı pod´ılet. Nakonec se uskutecˇnil na´vrh v samotne´m prostrˇed´ı
Qt.
4.1.1 Umı´steˇn´ı cˇa´st´ı graficke´ho rozhran´ı
Graficke´ rozhran´ı hlavn´ıho okna aplikace bude rozdeˇleno na trˇi cˇa´sti tak, jak je videˇt na ob-
ra´zku 4.1. Cˇa´st, ve ktere´ se bude nacha´zet panel s tlacˇ´ıtky, ktera´ bude umı´steˇna standardneˇ
v horn´ı cˇa´sti okna a bude prˇes jeho celou sˇ´ıˇrku. na toto jsou uzˇivatele´ zvykl´ı z drtive´ veˇtsˇiny
aplikac´ı. Cˇa´st, kde se budou nastavovat periferie, bude umı´steˇna v leve´ cˇa´sti okna a zaujme
zby´vaj´ıc´ı vy´sˇku okna a o sˇ´ıˇrku se bude deˇlit s cˇa´st´ı s informacemi. Toto umı´steˇn´ı jsem zvolil
proto, zˇe je ve veˇtsˇineˇ zemı´ zvyklost´ı cˇ´ıst zleva doprava a proto umist’uji d˚ulezˇiteˇjˇs´ı cˇa´st
doleva, kde se nejprve uprˇe pozornost uzˇivatele. jizˇ zmı´neˇna´ cˇa´st, kde se budou zobrazovat
informace bude umı´steˇna vpravo podle vy´sˇe zmı´neˇne´ho pravidla.
4.1.2 Komponenty cˇa´st´ı graficke´ho rozhran´ı
Do drˇ´ıve popsany´ch cˇa´st´ı bude potrˇeba implementovat na´sleduj´ıc´ı komponenty s danou
funkcionalitou a rozlozˇen´ım jako je na´ obra´zku 4.2.
V cˇa´sti, kde se nacha´z´ı panel s tlacˇ´ıtky, bude potrˇeba implementovat tlacˇ´ıtka, ktera´
budou vykona´vat na´sleduj´ıc´ı funkce. Tlacˇ´ıtko 1 bude otv´ırat dialog pro vytvorˇen´ı nove´ho
projektu, tlacˇ´ıtko 2 bude spousˇteˇt dialog pro otevrˇen´ı starsˇ´ıho projektu, tlacˇ´ıtko 3 bude
ukla´dat vytvorˇeny´ projekt a to tak, zˇe pokud nen´ı ulozˇen, spust´ı dialog , kde uzˇivatel zada´
kam se ma´ projekt ulozˇit, nebo pokud uzˇ projekt jednou ulozˇen byl, ulozˇ´ı se opeˇt s novy´mi
hodnotami. Po kliknut´ı na tlacˇ´ıtko 4 se spust´ı dialog ve ktere´m uzˇivatel urcˇ´ı slozˇku do ktere´
se maj´ı vygenerovane´ zdrojove´ soubory ulozˇit, pote´ se dane´ nastaven´ı zkontroluje a paklizˇe
nen´ı chyb tak se zdrojove´ soubory vygeneruj´ı.
V cˇa´sti, ktera´ bude sdruzˇovat komponenty pro nastavova´n´ı MCU bude trˇeba imple-
mentovat komponentu, ktera´ bude zobrazovat hodnoty a periferie ve stromove´ strukturˇe.
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Obra´zek 4.1: Na´vrh rozlozˇen´ı sekc´ı graficke´ho rozhran´ı
Stromova´ struktura nejle´pe splnˇuje pozˇadavky na zobrazen´ı dat teˇchto objekt˚u. Hlavn´ım
pozˇadavkem je prˇehlednost, d´ıky stromove´ strukturˇe lze sdruzˇovat periferie stejne´ho druhu,
lze schovat periferie, ktere´ se zrovna nenastavuj´ı a take´ je zajiˇsteˇno zobrazen´ı souna´lezˇitosti
hodnot a periferi´ı. Komponenta bude vertika´lneˇ rozdeˇlena na trˇi sloupce, kde prvn´ı slou-
pec bude zobrazovat jme´no uzlu, periferie cˇi hodnoty, v dalˇs´ı sloupec se bude nastavovat
hodnota pro periferie a posledn´ı sloupec ponese symbol na´poveˇdy, pokud bude pro danou
polozˇku dostupna´. V te´to cˇa´sti graficke´ho rozhran´ı se take´ bude nacha´zet pole, do ktere´ho
bude uzˇivatel vkla´dat rˇeteˇzec, ktery´ chce hledat ve stromu. Pokud bude rˇeteˇzec nalezen,
rˇa´dek na ktere´m se vy´raz vyskytuje bude oznacˇen. Potvrzen´ı vyhleda´va´n´ı bude zajiˇst’o-
vat tlacˇ´ıtko 5 a smaza´n´ı oznacˇen´ı u nalezeny´ch prvk˚u bude zprostrˇedkova´vat tlacˇ´ıtko 6.
Po kliknut´ı na tlacˇ´ıtka 7 a 8 se rozbal´ı cˇi sbal´ı cely´ strom periferi´ı.
Cˇa´st s informacemi bude obsahovat komponentu za´lozˇek, protozˇe bude aplikace zob-
razovat v´ıce r˚uznorody´ch informac´ı a take´ proto, aby bylo na informace dostatek mı´sta.
Program bude obsahovat za´lozˇku s na´hledem na mikrokontrole´r a jeho rozlozˇen´ı pin˚u, take´
bude informovat o tom jake´ piny zab´ıra´ dana´ periferie a take´ Po kliknut´ı na pin zob-
raz´ı vsˇechny periferie vyuzˇ´ıvaj´ıc´ı pin a informaci o jejich stavu (zdali jsou povoleny cˇi
zaka´za´ny). Dalˇs´ı za´lozˇka bude obsahovat text s na´poveˇdou, tento text se zobraz´ı kdykoliv
uzˇivatel klikne na znacˇku na´poveˇdy v komponenteˇ zobrazuj´ıc´ı strom periferi´ı. Tato na´-
poveˇda bude pro veˇtsˇ´ı prˇehlednost graficky stylizova´na. Podobneˇ jako za´lozˇka na´poveˇdy,
bude da´le za´lozˇka pro vy´pisy z programu obsahovat komponentu, zobrazuj´ıc´ı nastylovany´
text, tak aby bylo od prvn´ıho pohledu zrˇejme´, zˇe vy´pis znamena´ chybu, upozorneˇn´ı, nebo
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Obra´zek 4.2: Na´vrh rozlozˇen´ı graficke´ho rozhran´ı
je pouze informativn´ı. Komponenta za´lozˇek take´ umozˇn´ı kdykoliv prˇidat dalˇs´ı funkcionalitu
aplikace, ktera´ se vlozˇ´ı na novou za´lozˇku a nenaboura´ tak vzhled a rozlozˇen´ı komponent
aplikace. Za´lozˇky budou pohyblive´ a bude mozˇnost je schovat a opeˇtovneˇ zobrazit.
4.1.3 Na´vrh vlastn´ıch dialog˚u
Obra´zek 4.3: Na´vrh dialogu pro zvolen´ı generovany´ch funkc´ı.
Aby se nesn´ızˇila prˇehlednost stromu periferi´ı, bude vy´beˇr funkc´ı, ktere´ se maj´ı pro danou
periferii generovat, umı´steˇn do samostatne´ho dialogu. Na´vrh rozmı´steˇn´ı komponent je vi-
deˇt na obra´zku 4.3. Tento dialog bude rozdeˇlen na dveˇ cˇa´sti, prvn´ı cˇa´st ktera´ se nacha´z´ı
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vy´sˇe, bude obsahovat komponentu zobrazuj´ıc´ı seznam funkc´ı, ktere´ se maj´ı generovat, spolu
s ikonou ktera´ symbolizuje, zda se dana´ funkce bude cˇi nebude generovat. Druha´ cˇa´st bude
obsahovat tlacˇ´ıtka ktery´mi se vy´beˇr potvrd´ı nebo se zahod´ı.
Obra´zek 4.4: Na´vrh dialogu pro vy´beˇr nove´ho projektu (resp. MCU).
Aby bylo uzˇivateli hned zrˇejme´ jake´ MCU mu˚zˇe konfigurovat, bude pro otevrˇen´ı nove´ho
projektu (respektive nacˇten´ı nove´ho kontrole´ru) vytvorˇen dialog, pomoc´ı ktere´ho se bude
tato operace prova´deˇt. na obra´zku 4.4 je zna´zorneˇn na´vrh tohoto dialogu, tento dialog se
take´ deˇl´ı na dveˇ cˇa´sti. Prvn´ı cˇa´st obsahuje komponentu, kde se v zobraz´ı vesˇkere´ dostupne´
MCU ve formeˇ seznamu, tyto informace budou ulozˇeny v souboru a program si je Prˇi kazˇde´m
startu nacˇte. pod t´ımto seznamem se bude nacha´zet komponenta, ktera´ bude zobrazovat
informace o MCU, jako jsou jme´no, vy´robce, typ pouzdra, pocˇet pin˚u a dalˇs´ı dodatecˇne´
informace, ktere´ se specifikuj´ı v souboru s informacemi o MCU. V druhe´ cˇa´sti se budou
nacha´zet tlacˇ´ıtka pro potvrzen´ı, cˇi zrusˇen´ı vy´beˇru.
4.1.4 Vy´sledny´ na´vrh v Qt
Na realizaci hlavn´ıch komponent v Qt, bude pouzˇito na´sleduj´ıc´ıch objekt˚u. pro zobrazen´ı pe-
riferi´ı a jejich komponent bude pouzˇit QTreeView, jeho vy´hoda spocˇ´ıva´ v tom, zˇe sa´m o sobeˇ
neuchova´va´ data, pouze realizuje pohled na data. Proto nebude potrˇeba mı´t v programu
duplicitn´ı data (jedny pro vnitrˇn´ı reprezentaci MCU a jedny v komponenteˇ, ktera´ je zobra-
zuje). na vykreslova´n´ı rozlozˇen´ı MCU a obsazen´ı pin˚u, bude pouzˇito QWidget, do ktere´ho
se budou informace kreslit. Jelikozˇ je to trˇ´ıda Qt nebude potrˇeba rˇesˇit integraci do pro-
strˇed´ı (automaticke´ nastavova´n´ı sˇ´ıˇrky, prˇijet´ı zpra´v a podobneˇ). na zobrazen´ı na´poveˇdy
a textove´ho vy´stupu programu bude slouzˇit QTextEdit, d´ıky jeho podporˇe Rich Textu,
ktery´ umozˇnˇuje stylovat prˇeda´vany´ text pomoc´ı HTML a CSS znacˇek. Nakonec, pro se-
znamy v obou dialoz´ıch, bude pouzˇito QListWidget komponenty. U seznamu˚ v dialoz´ıch
se neprˇedpokla´da´ velky´ objem dat, proto nebude vadit duplicita, proto bude pouzˇito pra´veˇ
te´to komponenty. Vy´sledny´ layout graficke´ho uzˇivatelske´ho rozhran´ı, na platformeˇ Linux
v prostrˇed´ı Gnome 2.32.0, lze videˇt na obra´zku 4.5.
4.2 Na´vrh implementace soubor˚u popisuj´ıc´ıch MCU
Struktura popisovane´ho MCU bude rozdeˇlena do cˇtyrˇ soubor˚u. Tyto soubory budou po-
stupneˇ popisovat, rozlozˇen´ı pin˚u, pameˇt’, periferie a MCU jako celek. Tyto i ostatn´ı soubory,
ze ktery´ch program cˇte data budou ve forma´tu XML, z d˚uvodu dobre´ cˇitelnosti takove´hoto
za´pisu (jelikozˇ neexistuje na´stroj, ktery´ by soubory tvorˇil automaticky, je potrˇeba soubory
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Obra´zek 4.5: Vy´sledna´ implementace graficke´ho rozhran´ı v Qt pod Gnome 2.32.0
popisuj´ıc´ı MCU tvorˇit rucˇneˇ) a take´, protozˇe samotne´ Qt nab´ız´ı prostrˇedky pro snadne´ na-
cˇ´ıtan´ı soubor˚u XML a zpracova´n´ı jejich obsahu. aby se jesˇteˇ v´ıce zprˇehlednila a zjednodusˇila
pra´ce s nacˇ´ıtany´m XML souborem, bude struktura XML souboru popsa´na souborem XSD,
odpadne tak kontrola spra´vnosti nacˇ´ıtany´ch XML soubor˚u, typ˚u hodnot v elementech, uni-
ka´tnosti neˇktery´ch hodnot a take´ Po vhodne´m okomentova´n´ı teˇchto soubor˚u mohou slouzˇit
jako na´vod jak vytva´rˇet soubory XML popisuj´ıc´ı MCU.
4.2.1 Soubor popisuj´ıc´ı vy´vody
Pro popsa´n´ı rozlozˇen´ı pin˚u, bude potrˇeba ukla´dat do soubou jejich jme´na, ktera´ se zobraz´ı
v komponenteˇ, ktera´ zobrazuje na´kres MCU. Da´le bude potrˇeba ulozˇit unika´tn´ı cˇ´ıslo vy´vod˚u,
pomoc´ı ktere´ho se na neˇ bude moct odkazovat v souboru s periferiemi. Tento souboru mus´ı
take´ obsaovat informace o tvaru pouzdra a pocˇtu pin˚u pro dane´ pouzdro.
4.2.2 Soubor popisuj´ıc´ı pameˇt’
K popsa´n´ı pameˇti MCU je potrˇeba souboru ve ktere´m budou popsa´ny´ registry, svy´m uni-
ka´tn´ım jme´nem a velikost´ı. Kazˇdy´ registr bude take´ obsahovat bity (a to tolik, jaka´ je jeho
velikost), ktere´ budou popsa´ny unika´tn´ım jme´nem, jejich vy´choz´ı hodnotou, informac´ı,
zda je lze nastavit a take´ informaci do jake´ skupiny dany´ bit patrˇ´ı. Pokud se bit neda´
nastavit, nebude trˇeba vyplnˇovat jeho jme´no (vetsˇinou takove´ bity ani jme´no nemaj´ı), prˇ´ı-
slusˇnost bitu ke skupineˇ bude take´ volitelny´m parametrem.
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4.2.3 Soubor popisuj´ıc´ı periferie
V souboru s popisem periferi´ı MCU bude hierarchie urcˇena pomoc´ı elementu uzel, u ktere´ho
bude trˇeba uchova´vat pouze jme´no. Uzel bude moci obsahovat dalˇs´ı uzly, nebo periferie.
Samotna´ periferie bude moci obsahovat uzel, ale jen v jedne´ u´rovni (bude slouzˇit k oddeˇlen´ı
hodnot). Periferie bude popsa´na svy´m jme´nem, da´le jme´nem ktere´ lze vkla´dat do ko´du,
na´poveˇdou k dane´ periferii, sezname pin˚u, ktere´ periferie Prˇi sve´ aktivaci vyuzˇ´ıva´ (urcˇene´
unika´tn´ımi cˇ´ısly), seznamem funkc´ı, ktere´ bude mozˇno pro danou periferii generovat, vcˇetneˇ
funkce pro inicializaci periferie. Nakonec bude take´ obsahovat hodnoty, ktere´ ktere´ ovliv-
nˇuj´ı nastaven´ı periferie. Hodnota periferie bude popsa´na jme´nem, na´poveˇdou vztahuj´ıc´ı se
k dane´ hodnoteˇ, typem, ktery´ bude da´le urcˇovat, co se v popisu hodnoty mu˚zˇe vyskytovat.
Pokud bude periferie bitem nebo seznamem hodnot, bude nutno uve´st ty mozˇnosti, ktery´mi
bude tento seznam hodnot cˇi bit disponovat. Spolu s teˇmito mozˇnostmi bude potrˇeba uve´st,
zdali se nastaven´ım dane´ polozˇky obsad´ı pin, nebo pokud je potrˇeba pro zada´n´ı dane´ mozˇ-
nosti nastavit i jine´ hodnoty. Takova´to za´vislost bude urcˇena unika´tn´ım jme´nem hodnoty
na kterou se vztahuje a take´ pozˇadovanou velikost´ı te´to hodnoty, pro bit, nebo minima´ln´ı
a maxima´ln´ı velikost´ı hodnoty, pro ostatn´ı typy. Pokud bude hodnota skupinou cˇi regis-
trem, bude se v n´ı vyskytovat informace o minimu a maximu jake´ mu˚zˇe hodnota naby´vat.
Du˚lezˇitou hodnotou pro oba prˇ´ıpady bude odkaz na pameˇt’ovy´ element, ktery´ poj´ıma´ dane´
nastaven´ı (odkazem bude jeho unika´tn´ı jme´no).
4.2.4 Soubor celkove´ho popisu MCU
Nakonec je potrˇeba souboru, ktery´ vy´sˇe popsane´ soubory bude sdruzˇovat do celku. V tomto
souboru bude popsa´n MCU jako celek, bude v neˇm uveden na´zev MCU, vy´robce, pouzdro,
pocˇet pin˚u, dodatecˇne´ informace a take´ cesty k soubor˚um s popisem rozlozˇen´ı pin˚u, pameˇti
a periferi´ı.
4.3 Na´vrh implementace datove´ cˇa´sti
Popis MCU pomoc´ı XML je vhodny´ pro cˇten´ı a pro prˇehledne´ vytva´rˇen´ı, ale nen´ı dobry´
pro prˇ´ımou pra´ci s daty ktera´ nese. Proto bude potrˇeba vsˇe, co je popsa´no XML souborem ,
nacˇ´ıst do pameˇti a doplnit o dalˇs´ı potrˇebna´ data pro zpracova´n´ı v programu. na obra´zku 4.6
je zobrazena´ hierarchie datove´ cˇa´sti programu. Jelikozˇ je v programu uplatnˇova´n objektoveˇ
orientovany´ na´vrh, tak jsou data patrˇ´ıc´ı dane´ soucˇa´sti MCU zapouzdrˇeny do objektu, ktery´
tuto soucˇa´st reprezentuje. Datova´ cˇa´st je opeˇt rozdeˇlena, tentokra´t na trˇi celky, tak jako
jsou trˇi soubory popisuj´ıc´ı piny, pameˇt’ a periferie. Vesˇkere´ trˇ´ıdy ktere´ popisuj´ı soucˇa´sti
MCU budou odvozeny od trˇ´ıdy Base, tato trˇ´ıda bude obsahovat parametry, ktere´ by jinak
byly v kazˇde´ trˇ´ıdeˇ zvla´sˇt’. Teˇmito parametry jsou jme´no, unika´tn´ı cˇ´ıslo a informace o tom,
jestli byl zmeˇneˇn obsah.
4.3.1 Trˇ´ıdy popisuj´ıc´ı piny
Objekty reprezentuj´ıc´ı piny MCU budou dva, jeden objekt bude reprezentovat samotny´
pin a jeden tyto piny bude sdruzˇovat do modelu pin˚u. pro prvn´ı trˇ´ıdu je nutne´ zajistit
metody, pomoc´ı ktery´ch se bude tento pin tvorˇit a naplnit jej prˇ´ıslusˇny´mi hodnotami. Nej-
d˚ulezˇiteˇjˇs´ı hodnotou bude unika´tn´ı cˇ´ıslo, pomoc´ı ktere´ho se bude na pin odkazovat v jiny´ch
souborech. Tato trˇ´ıda bude take´ obsahovat seznam odkaz˚u (ukazatel˚u) na periferie, ktere´
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Obra´zek 4.6: Hierarchie datovy´ch trˇ´ıd.
Obra´zek 4.7: Na´hled na trˇ´ıdu Pin.
dany´ pin vyuzˇ´ıvaj´ı. Cozˇ bude d˚ulezˇite´ pro pozdeˇjˇs´ı kontrolu nastaven´ı. Druhou trˇ´ıdou spa-
daj´ıc´ı pod model pin˚u MCU je trˇ´ıda, ktera´ bude sdruzˇovat objekty pinu a to postupneˇ
za sebou, tak jak byly vytvorˇeny. Trˇ´ıda bude obsahovat i informace o pocˇtu pin˚u a o typu
pouzdra. Nad objekty pin˚u bude zajiˇst’ovat metody pro jejich vytvorˇen´ı, maza´n´ı, hleda´n´ı
a take´ pro postupne´ procha´zen´ı pin˚u. Bude potrˇeba implementovat metodu, ktera´ Po prˇe-
da´n´ı cesty k XML souboru s popisem pin˚u dane´ho MCU, tyto informace nacˇte a vytvorˇ´ı
objekty pro vsˇechny piny a utvorˇ´ı tak model pin˚u. Na´hled na strukturu te´to cˇa´sti na´vrhu
je videˇt na obra´zku 4.7.
4.3.2 Trˇ´ıdy popisuj´ıc´ı pameˇt’
Dalˇs´ı datova´ cˇa´st aplikace je cˇa´st popisuj´ıc´ı pameˇt’, tato cˇa´st bude obsahovat peˇt trˇ´ıd. Jej´ı
trˇ´ıda BaseMemory je odvozena od trˇ´ıdy Base a rozsˇiˇruje jej´ı vlastnosti o polozˇku unika´t-
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n´ıho jme´na pameˇt’ove´ho prvku a informaci o bezejmennosti objektu. Z te´to trˇ´ıdy se bude
odvozovat trˇ´ıda Bit a Group.
Obra´zek 4.8: Na´hled na trˇ´ıdu Bit.
Trˇ´ıda Bit reprezentuje za´kladn´ı prvek pameˇti, trˇ´ıda bude uchova´vat v prve´ rˇadeˇ infor-
mace obsazˇene´ v souboru popisuj´ıc´ı pameˇt’ MCU, ale da´le bude obsahovat metody, ktere´
poskytuj´ı mozˇnost ulozˇit hodnotu cˇ´ıslem nebo hodnotou popsanou rˇeteˇzcem a take´ nastave-
nou hodnotu bitu vra´tit jak cˇ´ıselneˇ, tak i jako rˇeteˇzec. Dalˇs´ı d˚ulezˇitou metodou bude ta jenzˇ
bude vracet hodnotu bitu i s prˇiˇrazen´ım do patrˇicˇne´ho mı´sta v pameˇti, toto mı´sto v pa-
meˇti je popsa´no svy´m jme´nem v hlavicˇkove´m souboru pro dany´ mikrokontrole´r, toto jme´no
by meˇlo by´t i unika´tn´ı jme´no bitu. Mimo te´to metody bude obsahovat i metodu, ktera´ vra´t´ı
hodnotu bitu v patrˇicˇne´m forma´tu v jazyce C++, tak jako metoda prˇedchoz´ı, ale nebude
obsahovat prˇiˇrazen´ı. U bitu bude nutno uchova´vat i odkaz na periferii ktera´ s hodnotou
pracuje, odkaz na registr ve ktere´m se bit nale´za´ a take´ informaci o nastavitelnosti bitu.
Dalˇs´ı trˇ´ıdou bude trˇ´ıda Group, ktera´ bude reprezentovat skupinu v registru, tato sku-
pina sdruzˇuje bity, ktere´ mezi sebou maj´ı souvislost. Trˇ´ıda bude uchova´vat pouze odkazy
na bity, ktere´ do skupiny na´lezˇ´ı a nad teˇmi bude poskytovat ulozˇen´ı hodnoty, ktera´ je zada´na
bud’ cˇ´ıselneˇ, nebo jako rˇeteˇzec znak˚u v urcˇity´ch forma´tech. Teˇmito forma´ty jsou bina´rn´ı
cˇ´ıslo, hexadecima´ln´ı cˇ´ıslo nebo dekadicke´ cˇ´ıslo. Tyto forma´ty budou shodne´ s forma´ty za´pis˚u
v jazyku C. Takto ulozˇene´ hodnoty bude mozˇno pomoc´ı prˇ´ıslusˇny´ch metod i cˇ´ıst a to i v prˇ´ı-
slusˇny´ch forma´tech. tak jako trˇ´ıda Bit, bude trˇ´ıda Group obsahovat metodu, pomoc´ı ktere´
bude mozˇno z´ıskat rˇeteˇzec znak˚u odpov´ıdaj´ıc´ıch za´pisu v jazyce C, ktery´ bude nastavovat
danou skupinu v MCU. Skupina bude take´ poskytovat metodu, kterou bude mozˇne´ prˇida´vat
bity a take´ bity procha´zet a mazat.
Na´sleduj´ıc´ı trˇ´ıda, ktera´ spada´ pod pameˇt’, bude trˇ´ıda Register, tato trˇ´ıda bude repre-
zentovat registr mikrokontrole´ru, bude odvozena od trˇ´ıdy Group, kterou rozsˇ´ıˇr´ı o cˇa´st, kde se
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Obra´zek 4.9: Na´hled na trˇ´ıdu Group.
Obra´zek 4.10: Na´hled na trˇ´ıdu Register.
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budou uchova´vat pra´veˇ vsˇechny skupiny, ktere´ dany´ registr MCU obsahuje. Bude take´ pro-
va´deˇt operace vytva´rˇen´ı, maza´n´ı procha´zen´ı a vyhleda´va´n´ı skupin. Da´le bude obsahovat
metodu, ktera´ poskytne bitovy´ vektor, jak pro operaci bitove´ho soucˇtu, tak i pro operaci
bitove´ho soucˇinu, tento vektor se na´sledneˇ vyuzˇije pro nastaven´ı hodnot skupiny, ktera´ nen´ı
implementova´na v hlavicˇce pro dany´ mikrokontrole´r. Trˇ´ıda Register trˇ´ıdu Group rozsˇ´ıˇr´ı
i o omezen´ı, ktere´ je da´no velikost´ı registru, respektive skupina bude moci by´t libovolneˇ
velka´, ale registr jen 8,16 cˇi 32 bit˚u.
Vsˇechny tyto trˇ´ıdy popisuj´ıc´ı pameˇt’ bude sdruzˇovat trˇ´ıda MemoryModel, ktera´, jak jizˇ na´-
zev napov´ıda´, reprezentuje model pameˇti MCU. Trˇ´ıda poskytne mozˇnost objekty nejen vy-
tva´rˇet a mazat tak, aby byly zachova´ny unika´tn´ı hodnoty id, ale take´ poskytne vyhleda´va´n´ı
skupin, bit˚u a registr˚u. Jednou jej´ı slozˇkou bude seznam specia´ln´ıch skupin, ktere´ mohou
sdruzˇovat bity naprˇ´ıcˇ registry, proto ale nemohou patrˇit zˇa´dne´mu registru a budou umı´s-
teˇny zvla´sˇt’. V neposledn´ı rˇadeˇ bude trˇ´ıda obsahovat metodu, ktera´ nacˇte obsah a strukturu
z XML souboru.
4.3.3 Trˇ´ıdy popisuj´ıc´ı periferie
Posledn´ı skupinou trˇ´ıd, jsou trˇ´ıdy uchova´vaj´ıc´ı informace o periferi´ıch MCU a jejich nasta-
ven´ı. Trˇ´ıdy, ktere´ se prˇ´ımo pod´ılej´ı na reprezentaci, budou odvozeny ze trˇ´ıdy BasePeri-
pherals, tato trˇ´ıda rozsˇiˇruje trˇ´ıdu Base o parametry na´poveˇdy k dane´mu objektu a odkazu
na polozˇku stromu ve ktere´ se dany´ objekt uchova´va´.
Obra´zek 4.11: Na´hled na trˇ´ıdu Peripheral.
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Trˇ´ıdou reprezentuj´ıc´ı periferii MCU bude trˇ´ıda Peripheral, ta v sobeˇ ponese nejenom
informace jako je unika´tn´ı jme´no, id a dalˇs´ı ktere´ obsahuje XML soubor, ale take´ nese se-
znam funkc´ı, ktere´ se budou pro danou periferii generovat, pokud bude aktivova´na. S t´ımto
take´ souvis´ı polozˇka, ktera´ ponese informaci, zdali je periferie aktivova´na cˇi ne. Trˇ´ıda Pe-
riferie v sobeˇ take´ ponese informaci jake´ piny dana´ periferie obsazuje. U obou seznamu˚
(funkc´ı ke generova´n´ı a obsazovany´ch pin˚u) bude trˇ´ıda zajiˇst’ovat vytva´rˇen´ı, vyhleda´va´n´ı,
procha´zen´ı a maza´n´ı prvk˚u teˇchto seznamu˚.
Obra´zek 4.12: Na´hled na trˇ´ıdu Value.
Vlastnosti, ktere´ bude mozˇno u periferie nastavovat, bude reprezentovat trˇ´ıda Value,
ktera´ bude obsahovat typ hodnoty kterou reprezentuje, odkaz na cˇa´st pameˇti , ktera´ se
touto trˇ´ıdou nastav´ı a take´ informaci o minimu a maximu jakou mu˚zˇe hodnota naby´vat,
pokud se bude jednat o typ registr nebo skupina. Pokud trˇ´ıda Value bude reprezentovat
seznam hodnot, tak bude naplneˇn i seznam teˇchto hodnot. Dane´ hodnoty jsou pak repre-
zentova´ny trˇ´ıdou ChoiceItem, ktera´ bude popsa´na n´ızˇe. Dalˇs´ı informac´ı, kterou bude tato
trˇ´ıda chova´vat, bude informace o vy´choz´ı hodnoteˇ. Mimo data, objekt poskytne i metody,
ktere´ s teˇmito daty pracuj´ı, metody ktere´ pracuj´ı se seznamem hodnot a metody, ktere´
18
budou zajiˇst’ovat nejen spra´vne´ nacˇten´ı reprezentovane´ hodnoty, ale take´ spra´vne´ ulozˇen´ı.
Bude potrˇeba kontrolovat nejenom rozsah dany´ uzˇivatelem, ale take´ se postarat o spra´vny´
forma´t rˇeteˇzce, pokud bude takto hodnota prˇeda´na. Tato trˇ´ıda se bude starat o nastaven´ı
informace o zmeˇneˇ obsazen´ı pin˚u.
Dalˇs´ı trˇ´ıdou, ktera´ se bude pod´ılet na reprezentaci nastaven´ı, je trˇ´ıda ChoiceItem, tato
trˇ´ıda reprezentuje prˇedem definovanou hodnotu nastaven´ı periferie. Tato hodnota sebou
nese take´ rozsˇiˇruj´ıc´ı informace o zmeˇneˇ obsazen´ı pinu cˇi v´ıce pin˚u periferi´ı, mu˚zˇe obsahovat
i seznam za´visly´ch hodnot a jejich velikost´ı cˇi nastaven´ı jenzˇ mus´ı by´t nastaveny, jak je
prˇedepsa´no, aby byl vy´beˇr splneˇn. Toto se nebude kontrolovat Prˇi nastavova´n´ı periferie,
ale azˇ prˇed generova´n´ım vy´sledny´ch zdrojovy´ch soubor˚u. Polozˇka volby reprezentova´na
touto trˇ´ıdou je urcˇena´ svy´m jme´nem a hodnotou, kterou reprezentuje. Take´ jako ostatn´ı
trˇ´ıdy bude ChoiceItem obsahovat metody pro pra´ci se seznamem za´vislost´ı a seznamem
pin˚u ktere´ se maj´ı obsadit.
Posledn´ı trˇ´ıdou te´to cˇa´sti bude trˇ´ıda PeripheralsModel, ktera´ mimo metod pro nacˇ´ıta´n´ı
dat a struktury z XML, ukla´da´n´ı projektu do XML, nacˇ´ıta´n´ı projektu z XML, vytva´rˇen´ı
a maza´n´ı periferi´ı a hodnot bude prˇedevsˇ´ım orientova´na na vyhleda´va´n´ı hodnot a periferi´ı.
Bude obsahovat metody pro vyhleda´va´n´ı periferi´ı, periferi´ı ktere´ jsou povoleny a objekty
hodnot periferi´ı, da´le bude potrˇeba hleda´n´ı funkc´ı dane´ periferie a take´ hleda´n´ı hodnot
a periferi´ı podle unika´tn´ıch jmen nebo cˇ´ısel. Tato vyhleda´va´n´ı budou steˇzˇejn´ı pro pozdeˇjˇs´ı
operace v GUI a prˇi generova´n´ı vy´sledny´ch zdrojovy´ch soubor˚u s funkcemi pro nastaven´ı
MCU. Trˇ´ıda bude take´ uchova´vat dodatecˇne´ informace, ktere´ se budou prˇida´vat do hlavicˇky
pro zdrojovy´ soubor s nastaven´ım a ktere´ jsou d˚ulezˇite´ pro spra´vne´ fungova´n´ı generovany´ch
funkc´ı.
4.4 Na´vrh implementace genera´toru zdrojovy´ch soubor˚u
Vy´stupem aplikace budou zdrojove´ soubory, ktere´ budou nastavovat periferie MCU, toto
bude zajiˇst’ovat trˇ´ıda genera´toru. Tato trˇ´ıda bude nejprve muset proj´ıt periferie, ktere´ uzˇi-
vatel nastavil a zkontrolovat jestli se nedopustil chyby nastaven´ı, nebo nastaven´ı ktere´ nema´
zˇa´dny´ smysl. Tyto informace bude prˇeb´ırat z trˇ´ıd modelu periferi´ı, kde se bude zameˇrˇovat
hlavneˇ na informace o za´vislostech jednotlivy´ch hodnot a take´ informace o obsazen´ı pin˚u.
Pokud se neˇjaka´ chyba vyskytne, da´ se toto veˇdeˇt uzˇivateli, ktery´ se pak bude moci roz-
hodnout jestli da´le v generova´n´ı pokracˇovat. Vy´stupem genera´toru budou dva soubory,
hlavicˇkovy´, ve ktere´m bude jednak popis pro ktery´ MCU tyto soubory jsou, ale take´ de-
klarace funkc´ı, ktere´ se vygenerovaly na popud uzˇivatele. Druhy´m souborem bude zdrojovy´
soubor s funkcemi, ktere´ si uzˇivatel pro danou periferii zvol´ı. Kazˇda´ periferie bude vlastnit
minima´lneˇ funkci pro jej´ı inicializaci, da´le pak mu˚zˇe obsahovat funkce pro obsluhu prˇerusˇen´ı
nebo pro obsluhu periferie samotne´. Bloky souvisej´ıc´ıch funkc´ı budou oddeˇleny komenta´rˇi,
ktere´ budou obsahovat informace o nastaven´ı periferi´ı.
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Kapitola 5
Implementace
Implementace prob´ıhala take´ Po sekc´ıch stejny´ch jako u na´vrhu implementace. Nejprve byla
implementova´na datova´ cˇa´st spolu s nacˇ´ıta´n´ım soubor˚u XML, posle´ze se implementovalo
uzˇivatelske´ rozhran´ı spolu s moduly, ktere´ zobrazovaly r˚uzne´ na´hledy na data o MCU.
Nakonec se pracovalo na genera´toru, ktery´ pro svou funkci potrˇebuje datovou cˇa´st programu
i cˇa´st uzˇivatelske´ho rozhran´ı. V textu n´ızˇe budou uvedene´ neˇktere´ trˇ´ıdy a metody z teˇchto
cˇa´st´ı implementace.
5.1 Implementace zpracova´n´ı XML soubor˚u
V neˇkolika trˇ´ıda´ch bylo potrˇeba implementovat nacˇ´ıta´n´ı i ukla´da´n´ı dat do XML souboru.
Jelikozˇ se dane´ prˇ´ıpady liˇs´ı jen elementy, ktere´ dana´ metoda procha´z´ı, respektive na ktere´
reaguje, pop´ıˇsi tento mechanizmus v samostatne´ kapitole.
5.1.1 Cˇten´ı XML soubor˚u
V metodeˇ, ktera´ cˇte XML soubor se nejprve otevrˇe XML soubor s daty a hned pote´ XML
soubor s XSD popisem dokumentu s daty. Toto otevrˇen´ı zarˇizuje trˇ´ıda QFile, ktera´ take´
uchova´va´ soubor otevrˇeny´ pro dalˇs´ı pra´ci. Po tomto nacˇten´ı je trˇeba vytvorˇit instanci trˇ´ıdy
QXmlSchemaValidator, ktera´ se stara´ o validaci soubor˚u XML, tomuto objektu se nejprve
prˇeda´ soubor se sche´matem, jenzˇ metoda zpracuje pro svou vnitrˇn´ı potrˇebu a da´le jej i zkon-
troluje, zda nen´ı jizˇ samotny´ soubor chybny´. Pokud nacˇten´ı probeˇhlo spra´vneˇ, zkontroluje
se validnost XML souboru v˚ucˇi dane´mu XSD sche´matu pomoc´ı metody validate(), kte-
rou takte´zˇ poskytuje trˇ´ıda QXmlSchemaValidator. Jakmile je XML soubor zkontrolova´n,
prˇeda´ se da´le objektu trˇ´ıdy QXmlStreamReader, ktery´ dovoluje cˇ´ıst XML soubor Po elemen-
tech, ktere´ se zde nazy´vaj´ı tokeny. Pomoc´ı metody readNext() se postupneˇ cˇtou elementy,
tak jak jsou hierarchicky usporˇa´da´ny v XML souboru. Posle´ze prˇicha´z´ı samotne´ cˇten´ı dat,
ktere´ je ve metoda´ch staraj´ıc´ıch se o cˇten´ı XML dvoj´ıho typu a to jednoduche´ a stavove´.
Jednoduche´ cˇten´ı prob´ıha´ v cyklu, ve ktere´m se nejprve nacˇte token (resp. element), u jed-
noduche´ho nacˇ´ıtan´ı se detekuje pouze token typu StartElement, pote´ se pomoc´ı metody
name() zjist´ı jme´no nacˇtene´ho elementu. Zjiˇsteˇne´ jme´no se porovna´ a podle vy´sledk˚u po-
rovna´n´ı se data obsazˇena´ v elementu nacˇtou pomoc´ı metody readElementText(). na data
obsazˇena´ v parametru elementu se pouzˇ´ıva´ metoda attributes(). U stavove´ho cˇten´ı se
vyuzˇ´ıva´ konecˇne´ho automatu, ktery´ take´ v cyklu cˇte a detekuje tokeny typu StartElement
a EndElement. Prˇ´ıklad konecˇne´ho automatu ktery´ cˇte XML soubor je na obra´zku 5.1. na ob-
ra´zku jsou na prˇechodech zaznacˇeny nacˇ´ıtane´ tokeny, pomoci ktery´ch se automat pohybuje
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Obra´zek 5.1: Diagram automatu, pro cˇten´ı XML dokumentu periferi´ı.
mezi stavy, obvykle se otev´ırac´ım tokenem vstupuje a zav´ırac´ım se vystupuje ze stavu au-
tomatu, da´le jsou na obra´zku zakresleny stavy do ktery´ch automat naby´va´. Automat cˇte
informace o periferi´ıch MCU a jej´ıch hierarchii, je tvorˇen pomoc´ı prˇ´ıkazu switch, kde jeho
kazˇdy´ blok zpracova´va´ jeden z typ˚u element˚u XML souboru. aby se nemuselo slozˇiteˇ zjiˇst’o-
vat do ktere´ho objektu se ma´ zrovna zapisovat, slouzˇ´ı k tomu prˇedem vytvorˇene´ ukazatele
na trˇ´ıdy objekt˚u, ktere´ se budou vytva´rˇet (respektive se budou nacˇ´ıtat jejich data). Au-
tomat pak v elementu, ktery´ symbolizuje vytvorˇen´ı jednoho z objekt˚u (periferie, hodnota,
uzel nebo polozˇku seznamu hodnot) zkontroluje, jestli je prˇ´ıpustne´ v dane´m stavu objekt
vytvorˇit, pokud ano, tak jej vytvorˇ´ı do prˇedem definovane´ho ukazatele, ktery´ se pak da´le
pouzˇ´ıva´ v ko´du. Prˇi vytva´rˇen´ı nove´ho objektu se take´ veˇtsˇinou prˇecha´z´ı do nove´ho stavu.
Zpa´tky do stavu prˇedchoz´ıho se dosta´va´ ve chv´ıli, kdy se detekuje uzav´ırac´ı znacˇka dane´ho
elementu (token typu EndElement). Stav ve ktere´m se automat zrovna nacha´z´ı se kontroluje
u blok˚u prˇ´ıkazu switch, ktere´ jsou unika´tn´ı pro dany´ stav, respektive se cˇtou data, ktera´
jsou jen pro dany´ objekt a v jine´m se nevyskytuj´ı, u ostatn´ıch se mus´ı kontrolovat v ja-
ke´m stavu se automat nacha´z´ı a podle toho rozhodnout do ktere´ho objektu se bude dana´
informace ukla´dat. Jakmile se prˇecˇte cely´ soubor, to se detekuje pomoc´ı metody atEnd(),
zavrˇou se soubory a cˇten´ı koncˇ´ı.
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5.1.2 Za´pis XML soubor˚u
Ukla´da´n´ı dat do XML dokumentu, prob´ıha´ tak, zˇe se nejprve otevrˇe pomoc´ı objektu QFile
soubor pro cˇten´ı. Takto otevrˇeny´ soubor se vlozˇ´ı do objektu QXmlStreamWriter(), po-
moc´ı ktere´ho lze jednodusˇe zapisovat. Za´pis zacˇ´ına´ metodou writeStartDocument(), ktera´
do XML vlozˇ´ı element s informacemi o verzi, pote´ se zapisuj´ı dalˇs´ı elementy metodou wri-
teStartElement() do ktere´ se take´ vlozˇ´ı jme´no elementu, da´le se vkla´daj´ı atributy elementu
a to pomoc´ı metody writeAttribute(), ktere´ se prˇeda´ jme´no parametru a jeho hodnota,
element se uzav´ıra´ metodou writeEndElement(). Toto se deˇje cyklicky dokud nejsou za-
psa´ny vsˇechny potrˇebne´ elementy. Nakonec se zavola´ metoda writeEndDocument(), kterou
se za´pis dokumentu uzavrˇe. Nakonec se take´ jako Prˇi nacˇ´ıta´n´ı uzavrˇe soubor do ktere´ho se
dokument ukla´dal.
5.2 Implementace Gui
Nejd˚ulezˇiteˇjˇs´ımi komponentami ktere´ se pod´ılej´ı na uzˇivatelske´m rozhran´ı jsou trˇ´ıda
SettingsView, ktera´ poskytuje zobrazen´ı a nastavova´n´ı hodnot jednotlivy´ch periferi´ı a trˇ´ıda
McuView, ktera´ zprostrˇedkova´va´ graficky´ na´hled na MCU, jeho rozlozˇen´ı pin˚u a dalˇs´ı doda-
tecˇne´ informace. Tyto trˇ´ıdy a trˇ´ıdy ktere´ se na jejich funkcionaliteˇ pod´ılej´ı budou popsa´ny
v dalˇs´ıch odstavc´ıch.
5.2.1 Komponenty pro zobrazen´ı stromu periferi´ı
Obra´zek 5.2: Pozice delega´ta Prˇi model-view programova´n´ı v Qt.
Trˇ´ıda SettingsView deˇd´ı z Qt trˇ´ıdy QTreeView, tato trˇ´ıda zobrazuje pohled na data,
ktera´ jsou hierarchicky usporˇa´da´na v trˇ´ıda´ch QStandardItemModel a QStandardItem, v je-
jich instanc´ıch jsou ulozˇeny periferie a jejich hodnoty. QTreeView zajiˇst’uje vykreslen´ı teˇchto
dat a pra´ci s nimi. V trˇ´ıdeˇ SettingsView byla trˇ´ıda QTreeView rozsˇ´ıˇrena hlavneˇ o slot hle-
da´n´ı, ktery´ zprostrˇedkova´va´ nalezen´ı a oznacˇen´ı rˇa´dk˚u se shodny´m rˇeteˇzcem jako je metodeˇ
prˇeda´n. Take´ byl implementova´n slot, pomoc´ı ktere´ho lze automaticky rozev´ırat uzly stromu
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a to azˇ ke korˇenu. Da´le byla prˇida´na metoda, ktera´ oznacˇ´ı nebo od oznacˇ´ı rˇa´dky, na kte-
ry´ch se nacha´z´ı nekorektn´ı hodnota a take´ o metodu, ktera´ takto zaznacˇene´ rˇa´dky nastav´ı
na vy´choz´ı hodnotu. jak jizˇ bylo rˇecˇeno, trˇ´ıda zobrazuje data, ktera´ jsou nesena v objektech
QStandardItem, takto doka´zˇe zobrazit jen omezene´ mnozˇstv´ı datovy´ch typ˚u, v modelu pe-
riferi´ı se ale do QStandardItem vkla´da´ cely´ objekt periferie cˇi hodnoty. aby bylo mozˇno tato
data zobrazit a meˇnit jejich hodnoty, je trˇeba pro dany´ sloupec, ve ktere´m se bude s hod-
notami pracovat, prˇipravit delega´ta, ktery´ bude mı´t toto na starosti [13]. Princip delega´ta
je zobrazen na obra´zku 5.2, ktery´ zobrazuje delega´ta jako rozhran´ı mezi uzˇivatelem a daty,
ktere´ jsou ulozˇeny v modelu. na jedne´ straneˇ delega´t zobraz´ı data nesena´ v prvku modelu,
uzˇivatel je nastav´ı a na straneˇ druhe´ je delega´t ulozˇ´ı do modelu a zobraz´ı v TreeView
widgetu. Qt nab´ız´ı trˇ´ıdu QStyledItemDelegate ze ktere´ pak deˇd´ı vlastn´ı trˇ´ıda TreeDele-
gate, veˇtsˇina metod, ktere´ trˇ´ıda QStyledItemDelegate nab´ız´ı, jsou virtua´ln´ı a byla potrˇeba
je naimplementovat [14]. je trˇeba podotknout, zˇe pro spra´vny´ chod delega´ta nen´ı potrˇeba
implementovat vsˇechny metody. Du˚lezˇita´ metoda je metoda createEditor() v te´to metodeˇ
se tvorˇ´ı widget, ktery´ se zobraz´ı na mı´steˇ bunˇky SettingsView, tato metoda nejprve zjist´ı
pro jaky´ typ objektu se bude widget generovat, pokud se jedna´ o periferii vygeneruje se
QComboBox pro nastaven´ı aktivity periferie, tlacˇ´ıtko pro nastaven´ı p˚uvodn´ı hodnoty a tla-
cˇ´ıtko, ktere´ spousˇt´ı dialog pro vy´beˇr generovany´ch metod dane´ periferie. Pokud se jedna´
o hodnotu, tak se vytvorˇ´ı widget, ktery´ obsahuje QComboBox pro hodnoty typu bit nebo se-
znam, nebo QLineEdit pro hodnoty typu skupina nebo registr, nakonec se vytvorˇ´ı tlacˇ´ıtko,
ktere´ nastavuje p˚uvodn´ı hodnotu. Takto vytvorˇene´ widgety metoda vrac´ı a ty se posle´ze
zobraz´ı v objektu SettingsView. Dalˇs´ı d˚ulezˇitou metodou je setEditorData() tato me-
toda se vola´ pokud se v modelu zmeˇnila data, v te´to metodeˇ se pak zmeˇn´ı data i u objekt˚u
delega´ta. Naopak kdyzˇ se nastav´ı data v delega´tovi zavola´ se metoda setModelData(). Tato
metoda si nalezne v QStandardItemModel dany´ objekt pro ktery´ byl delega´t vytvorˇen, pote´
se pod´ıva´ jaky´ je to typ objektu a podle toho do neˇj ulozˇ´ı data z delega´ta. Prˇi tomto procesu
se jizˇ kontroluje zda jsou hodnoty v prˇ´ıslusˇny´ch mez´ıch a zdali jsou hodnoty spra´vne´ho for-
ma´tu a podobneˇ. Pokud se vyskytne neˇjaka´ chyba, sdeˇl´ı se to uzˇivateli pomoc´ı QMessageBox,
a do delega´ta se nastav´ı prˇedchoz´ı hodnoty.
5.2.2 Graficke´ zna´zorneˇn´ı MCU
Trˇ´ıda McuView je odvozena od trˇ´ıdy QWidget, trˇ´ıda vykresluje mikrokontrole´r a jeho rozlo-
zˇen´ı pin˚u. K tomu aby vykresloval, potrˇebuje prˇedat naplneˇny´ objekt trˇ´ıdy PinoutsModel,
ze ktere´ho si pomoc´ı priva´tn´ı metody makeCopy() vytvorˇ´ı vnitrˇn´ı reprezentaci tvaru pouz-
dra mikrokontrole´ru a jeho rozlozˇen´ı pin˚u a to tak, zˇe postupneˇ procha´z´ı modelem pin˚u
a pro kazˇdy´ vytvorˇ´ı novy´ za´znam do seznamu, do tohoto za´znamu dopln´ı ukazatel na pin
a informace, jestli je zvy´razneˇny´, nebo se jeho text bude vypisovat svisle, nakonec se za-
vola´ priva´tn´ı metoda pro pocˇ´ıta´n´ı pozic prvk˚u recaluculate(). V te´to metodeˇ se nejprve
vypocˇte velikost a poloha pouzdra MCU a velikost a pozice nadpisu. Pote´ se postupneˇ pro-
cha´z´ı seznamem pin˚u, a pro kazˇdy´ se vypocˇ´ıta´ jeho velikost, ktera´ se odvozuje od velikosti
pouzdra, na´sledneˇ se spocˇ´ıta´ na jaky´ch sourˇadnic´ıch tento pin bude lezˇet. Podle velikosti
pinu a jeho pozice se take´ spocˇ´ıta´ pozice textu (jak cˇ´ıslo pinu, tak jeho jme´no) a obde´ln´ık
ve ktere´m se bude text vykreslovat.
Pro vykreslen´ı samotne´ vnitrˇn´ı reprezentace, se pouzˇ´ıva´ slot paintEvent(), ktery´ se vola´
Prˇi signa´lech paint a repaint widgetu. Tato metoda procha´z´ı seznamem pin˚u a postupneˇ
je podle prˇedpocˇ´ıtany´ch sourˇadnic vykresluje, pokud ma´ neˇktery´ pin nastaveno zvy´razneˇn´ı,
vykresl´ı se jinou barvou. Pokud je pozˇadova´no svisle´ vykreslen´ı textu, provede se nejprve
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ulozˇen´ı stavu pla´tna, pote´ se prˇesunou sourˇadnice na mı´sto kde se ma´ text vykreslit, pla´tno
se otocˇ´ı o 90◦ a pouzˇije se standardn´ı metoda pro vykreslen´ı textu. Pote´ se uzˇ jen obnov´ı
stav pla´tna.
Trˇ´ıda McuView take´ nab´ız´ı vlastn´ı dialog, ktery´ se zobraz´ı Po kliknut´ı na neˇktery´ z vy-
kresleny´ch pin˚u. Kliknut´ı se detekuje pomoc´ı slotu mouseReleaseEvent(), v tomto slotu
se projde celou vnitrˇn´ı reprezentac´ı a najde se pin na ktery´ se kliklo a vytvorˇ´ı pro dany´
pin instanci trˇ´ıdy ParentDialog. Tato trˇ´ıda vykresl´ı jednoduchy´ dialog ve ktere´m se po-
stupneˇ pod sebou zobraz´ı polozˇky, ktere´ reprezentuj´ı periferie vyuzˇ´ıvaj´ıc´ı pin, tyto infor-
mace si zjist´ı z ukazatele na objekt Pin, ktery´ je Prˇi jej´ım vytva´rˇen´ı prˇeda´n. Da´le zobraz´ı
cˇerveny´m cˇi zeleny´m obde´ln´ıkem u jme´na periferie, zda je cˇi nen´ı tato periferie aktivn´ı.
Po kliknut´ı na polozˇku dialogu se vysˇle signa´l objektu SettingsView a tento signa´l rozevrˇe
danou periferii a prˇesune na ni focus.
5.2.3 Graficke´ zna´zorneˇn´ı nastaven´ı registr˚u
Podobneˇ jako prˇedchoz´ı trˇ´ıda, ktera´ vykreslovala tvar a rozlozˇen´ı pin˚u MCU, tak i trˇ´ıda
RegisterView je odvozena od trˇ´ıdy QWidget. Tato trˇ´ıda vykresluje na plochu, kterou wi-
dget zauj´ıma´, graficke´ zna´zorneˇn´ı registr˚u a bit˚u, ktere´ dana´ hodnota meˇn´ı. Vykreslova´n´ı
teˇchto informac´ı zacˇ´ına´ Po obdrzˇen´ı ukazatele na objekt Value, na slotu showValueRe-
gister(), pro kteroy´ se budou registry kreslit. V metodeˇ obsluhuj´ıc´ı tento slot se nejprve
rozpozna´ o jakou hodnotu se jedna´, pokud hodnota nastavuje bit nebo skupinu, zjist´ı se,
ktere´mu registru na´lezˇ´ı, pokud se nastavuje registr pouzˇije se prˇ´ımo registr. Zjiˇsteˇny´ registr
se postupneˇ prohleda´ a vytvorˇ´ı se struktury pro jeho vnitrˇn´ı reprezentaci a napln´ı se slozˇky,
ktere´ informuj´ı o jme´neˇ bit˚u, ukazatel˚u na tyto bity a informaci, zda dany´ bit nastavuje
vybrana´ periferie. V ra´mci tohoto pr˚uchodu se uchova´ jme´no a ukazatel na procha´zeny´ re-
gistr. Pokud se obdrzˇ´ı hodnota, ktera´ nastavuje specia´ln´ı skupinu, provede se toto pro kazˇdy´
registr ze ktere´ho skupiny sdruzˇuje bity. Po vytvorˇen´ı vnitrˇn´ı reprezentace se zavola´ funkce
recalculate(), ktera´ vypocˇ´ıta´ pozice prvk˚u vnitrˇn´ı reprezentace.
Funkce recalculate() postupneˇ procha´z´ı slozˇky vnitrˇn´ı reprezentace registr˚u a podle
jejich porˇad´ı (registr˚u i bit˚u) vypocˇ´ıta´va´ jejich pozici na ktere´ se pozdeˇji budou vykreslovat.
Pozice se pocˇ´ıtaj´ı nejen pro prvky samotne´, ale i pro mı´sto, kde se bude vykreslovat jejich
hodnota, popis cˇi porˇad´ı v registru. Prˇi pocˇ´ıtan´ı teˇchto hodnot je trˇeba pouzˇ´ıvat promeˇnne´
typu float, a ty prˇeva´deˇt na celocˇ´ıselny´ forma´t, azˇ kdyzˇ se ukla´daj´ı do vnitrˇn´ı reprezentace,
jinak docha´z´ı k chyba´m Prˇi prˇevodu z float do int a prˇi zmeˇneˇ velikosti pla´tna se tyto
chyby projevuj´ı deformac´ı vy´sledne´ho obrazu.
Na´sledne´ vykreslen´ı vnitrˇn´ı reprezentace se deˇje pomoc´ı slotu paintEvent() stejneˇ jako
u prˇedchoz´ı trˇ´ıdy. Takte´zˇ se procha´z´ı vnitrˇn´ım modelem a z informac´ı, ktere´ jsou v neˇm
ulozˇeny, se vykresl´ı vy´sledny´ obraz. Prˇi procha´zen´ı bit˚u registru si kresl´ıc´ı metoda kontroluje
prˇ´ıznaky zvy´razneˇn´ı bitu, tento bit pak vykresl´ı se zˇluty´m pozad´ım, Po detekci prˇ´ıznaku
nenastavitelne´ho bitu tento bit obarv´ı sˇedeˇ.
5.3 Implementace datove´ cˇa´sti
V te´to cˇa´sti budou uvedeny neˇktere´ z metod, ktere´ se staraj´ı o spra´vne´ ulozˇen´ı a cˇten´ı
hodnot a ktere´ slouzˇ´ı k hleda´n´ı objekt˚u Peripheral a Value.
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5.3.1 Vyhleda´va´n´ı v datech
Vyhleda´va´n´ı je u veˇtsˇiny trˇ´ıd rˇesˇeno procha´zen´ım linea´rn´ıho seznamu, protozˇe je veˇtsˇina
dat ulozˇena v objektech typu QVector. Ovsˇem objekty typu Peripheral a Value nejsou
usporˇa´da´ny postupneˇ za sebou, ale ve stromove´ strukturˇe pomoc´ı QStandardItem. aby se
daly tyto objekty vyhleda´vat, bylo trˇeba implementovat algoritmus procha´zen´ı stromu pre-
order i postorder [7]. Tyto algoritmy byly implementova´ny na´sledovneˇ, nejprve se pomoc´ı
instanc´ı trˇ´ıdy QVector vytvorˇ´ı seznamy pro uzly, ktere´ se maj´ı vyhleda´vat a pro nalezene´
objekty, ktere´ odpov´ıdaj´ı krite´riu hleda´n´ı. Pote´ se v cyklu while nejprve zkontroluje, jestli
nen´ı seznam prvk˚u k prohleda´va´n´ı pra´zdny´, pokud ano, cyklus se ukoncˇ´ı. Pokud je seznamu
uzl˚u na prohleda´n´ı nepra´zdny´, z´ıska´ se pomoc´ı metody pop_front() prvn´ı uzel seznamu
a zjist´ı se, zdali ma´ potomky. Pote´ se zkontroluj´ı data uzlu na krite´ria hleda´n´ı, pokud se
shoduj´ı data uzlu, objekt, ktery´ uzel uchova´va´, se umı´st´ı do seznamu nalezeny´ch objekt˚u.
Posle´ze se projde seznam potomk˚u pra´veˇ prohleda´vane´ho uzlu a umı´st´ı se pomoc´ı metody
push_back() na konec seznamu uzl˚u k prohleda´n´ı (u algoritmu postorder) a nebo na za-
cˇa´tek pomoc´ı metody push_front() (u algoritmu perorder). Nakonec se prˇeda´ seznam
nalezeny´ch objekt˚u.
5.3.2 Nastavova´n´ı hodnot periferi´ı
Jelikozˇ jsou data o nastaven´ı jednotlivy´ch periferi´ı ukla´da´na pouze v objektech typu Bit,
a to pouze bina´rneˇ, bylo potrˇeba implementovat metody, ktere´ jsou schopny do objekt˚u
Bit ukla´dat hodnoty i jiny´ch velikost´ı a jine´ho forma´tu nezˇ bina´rn´ı. pro ukla´da´n´ı cˇ´ıselny´ch
hodnot formou rˇeteˇzce do skupiny bit˚u slouzˇ´ı metoda setValueAsString(), ktera´ pracuje
na´sledovneˇ. Nejprve si z prˇedane´ho rˇeteˇzce pomoc´ı metody left() do jine´ ho objektu typu
QString ulozˇ´ı prefix hodnoty, tento prefix je velky´ 2 znaky. Pote´ je porovna´ se zna´my´mi
prefixy a pokud se neˇjaky´ shoduje, ulozˇ´ı si typ hodnoty do promeˇnne´ typu valueType.
Na´sledneˇ, pokud je forma´t rˇeteˇzce rozezna´n, se oddeˇl´ı prefix (dekadicka´ hodnota nema´ prefix
a proto se take´ z prˇedane´ho rˇeteˇzce nic neoddeˇluje) a pomoc´ı metody trˇ´ıdy QString toInt()
prˇevede rˇeteˇzec na cele´ cˇ´ıslo. Toto cˇ´ıslo se nakonec prˇeda´ metodeˇ setValueAsNumber().
Metoda setValueAsNumber(), ktera´ se stejneˇ jako prˇedchoz´ı metoda, nacha´z´ı ve trˇ´ıdeˇ
Group, na prˇedane´ cˇ´ıslo postupneˇ v cyklu aplikuje operaci posuvu o 1 bit smeˇrem do-
leva, pote´ zjist´ı hodnotu nejvysˇsˇ´ıho bitu takto posunute´ hodnoty pomoc´ı logicke´ho soucˇinu
s hodnotou, ktera´ ma´ na nejvy´znamneˇjˇs´ım bitu 1 a ostatn´ıch bitech 0. Paklizˇe takto me-
toda detekuje logickou 1, zkontroluje zdali se prˇedana´ hodnota vleze do registru cˇi skupiny
do ktere´ se ukla´da´, pokud ne, tak koncˇ´ı s chybou. Pokud je mı´sto kde se hodnota ukla´da´
dostatecˇneˇ velke´, tak se hodnota postupneˇ ukla´da´ bit Po bitu, od pozice kde zacˇ´ına´ dana´
skupina cˇi registr.
5.4 Implementace genera´toru
Genera´tor je steˇzˇejn´ı komponentou tohoto programu, je implementova´n jako, trˇ´ıda ktera´
generuje zdrojove´ a hlavicˇkove´ soubory pro nastaven´ı MCU, ale take´ prova´d´ı za´kladn´ı kon-
trolu nastaven´ı periferi´ı MCU uzˇivatelem. V na´sleduj´ıc´ım textu budou popsa´ny neˇktere´
vy´znamne´ metody te´to trˇ´ıdy.
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5.4.1 Kontrola nastaven´ı
Prˇed generova´n´ım samotne´ho zdrojove´ho souboru je potrˇeba zkontrolovat jestli neˇjake´ dveˇ
aktivn´ı periferie nesd´ıl´ı stejne´ piny. Toto, mimo jine´, prova´d´ı metoda checkErrors(). Tato
metoda si vyzˇa´da´ od objektu PeripheralsModel, ktery´ reprezentuje periferie MCU, se-
znam ukazatel˚u na objekty periferi´ı, ktere´ se budou generovat (resp. jsou aktivn´ı). T´ımto
seznamem se pak postupneˇ procha´z´ı a kazˇda´ aktivn´ı periferie se prˇeda´ metodeˇ checkPi-
nouts(). Tato metoda postupneˇ procha´z´ı piny ktere´ mu˚zˇe periferie obsadit a kontroluje,
jestli je j´ı pin obsazen, pokud ano vyzˇa´da´ si od objektu pinu seznam vsˇech dalˇs´ıch perife-
ri´ı, ktere´ vlastn´ı tento pin. Tento seznam se projde a kontroluje se, zda i ostatn´ı periferie
nejsou aktivn´ı. Pokud neˇjaka´ jina´ aktivn´ı je, vytvorˇ´ı se novy´ prvek do seznamu chyb. Tento
prvek obsahuje ukazatel na periferii, ktera´ sd´ıl´ı pin a take´ text chyby. Tento seznam vrac´ı
nejen metoda checkPinouts(), ale take´ metoda checkErrors(). Tento seznam nakonec
doputuje azˇ do objektu MainWindow, kde se jeho obsah zpracuje.
Dalˇs´ı kontrola, ktera´ prob´ıha´ nad uzˇivatelem nastaveny´mi hodnotami, je kontrola za´vis-
lost´ı. Tato kontrola se prova´d´ı ve stejne´m cyklu jako je kontrola obsazen´ı pinu, pro kazˇdou
periferii je od instance trˇ´ıdy PeripheralsModel vyzˇa´da´n seznam ukazatel˚u na vsˇechny hod-
noty dane´ periferie. Tento seznam se cyklicky procha´z´ı a na kontrolu jeho polozˇek, ktere´ jsou
typu list (seznam mozˇnost´ı) nebo bit, se vola´ metoda checkDependences(). Tato metoda
postupneˇ nacˇ´ıta´ z objektu Value polozˇky za´vislosti, jedna polozˇka reprezentuje jednu za´vis-
lost, ktera´ mus´ı by´t splneˇna, aby dana´ hodnota mohla by´t nastavena. Tyto za´vislosti jsou
dvoj´ıho druhu, jedna za´vislost se vztahuje k bitu a urcˇuje, jak mus´ı by´t tento bit nastaven,
aby byla za´vislost splneˇna. Ukazatel na tento bit je obsazˇen v polozˇce za´vislosti, metoda se
tedy na bit pod´ıva´, zjist´ı ktera´ periferie jej nastavuje a pod´ıva´ se jestli je aktivn´ı. Pokud
ano porovna´va´ se s hodnotou bitu, pokud periferie nen´ı aktivn´ı porovna´va´ se s vy´choz´ı
hodnotou bitu (prˇedpokla´da´ se, zˇe bit nebude nastaven). Pokud se hodnota bitu neshoduje
s hodnotou v polozˇce za´vislosti vytvorˇ´ı se polozˇka do seznamu chyb. Podobny´ postup se
aplikuje i na druhou mozˇnost polozˇky za´vislosti a to je takova´ za´vislost, ktera´ je urcˇena´
registrem nebo skupinou a minima´ln´ı a maxima´ln´ı hodnotou jakou dany´ prvek pameˇti mus´ı
naby´vat, aby byla za´vislost splneˇna. Liˇs´ı se pouze porovna´va´n´ı mezn´ıch hodnot.
Pokud je ko´d zkontrolova´n a je detekova´na chyba, zna´zorn´ı se uzˇivateli. Ten pak mu˚zˇe
rozhodnout, jestli pokracˇovat a vygenerovat ko´d cˇi ne. Paklizˇe zvol´ı prvn´ı variantu zavola´
se nejprve metoda generova´n´ı hlavicˇkove´ho souboru generateHeaderFile(). ta se chova´
tak, zˇe nejprve pomoc´ı instance objektu QFile otevrˇe soubor, ktery´ je specifikovany´ svou
cestou, pro za´pis. do tohoto souboru nejprve vlozˇ´ı dodatecˇny´ ko´d hlavicˇky, ktery´ je specifi-
kova´n v XML souboru a nacˇten do objektu PeripheralsModel a da´le vygeneruje na´poveˇdu
k mikrokontrole´ru pro ktery´ se soubor generuje metodou generateMcuInfoComment(). Pote´
si vyzˇa´da´ od objektu PeripheralsModel pomoc´ı metody getEnablePeripheralsOnly()
seznam aktivn´ıch periferi´ı. Tento seznam cyklicky procha´z´ı a u kazˇde´ periferie vygeneruje
komenta´rˇ se jme´nem periferie metodou generatePeripheralComment(), na´sledneˇ pomoc´ı
metody getNextCode() objektu Peripheral zjist´ı funkce periferie, a ty ktere´ jsou oznacˇeny
ke generova´n´ı vlozˇ´ı do hlavicˇky jejich deklaraci. Takto zpracuje kazˇdou periferii v seznamu
a po jeho projit´ı uzavrˇe soubor.
5.4.2 Genera´tor zdrojove´ho ko´du pro konfiguraci periferi´ı
Po vygenerova´n´ı hlavicˇky se generuje soubor zdrojove´ho ko´du metodou generateCode-
File(), stejneˇ jako u hlavicˇky je soubor, do ktere´ho se podle prˇedane´ cesty ma´ generovat,
otevrˇen pro za´pis. Jako prvn´ı se do souboru vlozˇ´ı rˇa´dek, ktery´ prˇilinkuje hlavicˇku, na´sledneˇ
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se vyzˇa´da´ pomoc´ı metody getEnablePeripheralsOnly() od objektu PeripheralsModel
seznam aktivn´ıch periferi´ı, ktery´ se v cyklu projde. pro kazˇdou periferii se vygeneruje ko-
menta´rˇ s informac´ı o nastaven´ı hodnot periferie, toto zprostrˇedkuje metoda generateVa-
luesComment(). Na´sledneˇ se prˇecˇtou funkce ktere´ se maj´ı vygenerovat a kazˇda´ se prˇeda´
metodeˇ fillData() a ta dopln´ı pozˇadovane´ hodnoty. aby se dal nastavit v prˇedem vytvo-
rˇeny´ch funkc´ıch registr, skupina cˇi bit, je potrˇeba na mı´sto, kde se tomu ma´ d´ıt, vlozˇit data.
Tyto mı´sta jsou oznacˇena specia´ln´ımi znacˇkami jako je videˇt naprˇ´ıklad zde na uka´zkove´m
ko´du.
void Port_A_Init(void)
{
@#@PTADD@@@
@#@PTAPE@@@
@#@PTASE@@@
@#@PTADS@@@
}
Metoda fillData() tuto funkci projde a ulozˇ´ı vsˇe, co nen´ı znacˇka, do rˇeteˇzce, ktery´ se
bude navracet, soucˇasneˇ vyhleda´ nejprve pocˇa´tecˇn´ı znacˇku ze ktere´ zjist´ı v jake´m forma´tu
se maj´ı hodnoty ulozˇit, na´sledneˇ si ulozˇ´ı vsˇe co je mezi startuj´ıc´ı znacˇkou a ukoncˇuj´ıc´ı
znacˇkou, prˇecˇte ukoncˇuj´ıc´ı znacˇku a zjist´ı, jak se maj´ı hodnoty do vy´sledne´ho rˇeteˇzce vlozˇit
(bud’ s prˇiˇrazen´ım nebo jen hodnota). Jakmile je prˇecˇtena cela´ funkce jej´ı naplneˇna´ verze
(viz. uka´zka ko´du n´ızˇe) se vra´t´ı a vlozˇ´ı do generovane´ho souboru.
void Port_A_Init(void)
{
PTADD = 0x7;
PTAPE = 0x38;
PTASE = 0x7;
PTADS = 0x0;
}
Zvla´sˇtn´ı funkci pro generova´n´ı hodnoty potrˇebuj´ı specia´ln´ı skupiny, tyto skupiny nejsou
ve hlavicˇkove´m souboru pro dany´ MCU a proto nelze prˇiˇrazovat jejich hodnotu jako u ostat-
n´ıch pameˇt’ovy´ch prvk˚u. Proto se nastavuj´ı registry teˇch bit˚u, ktere´ jsou ve skupineˇ. Ge-
nerova´n´ı jejich ko´du zarˇizuje metoda generateSpecialGroup(). Tato metoda pracuje tak,
zˇe projde specia´ln´ı skupinou bit Po bitu a pod´ıva´ se na rodicˇovsky´ registr dane´ho bitu.
Nejprve zjist´ı jestli takovy´to registr jizˇ ma´ ve sve´m seznamu registr˚u ke generova´n´ı, pokud
ne, vytvorˇ´ı novou polozˇku v listu s ukazatelem na zkoumany´ registr, polozˇka take´ obsahuje
vektory pro nastaven´ı log. 0 a log. 1 (log. 0 se nastavuje pomoc´ı bitove´ho soucˇinu vy´choz´ı
hodnota vektoru je 0xFFFFFFFF pro log. 1 je naopak vektor roven 0). Pokud je dany´
registr jizˇ v seznamu nalezen, nova´ polozˇka se nevytva´rˇ´ı, zapisuje se do nalezene´ polozˇky.
Podle hodnoty bitu ve skupineˇ se od rodicˇovske´ho registru bitu vyzˇa´da´ vektor pro nastaven´ı
dane´ hodnoty a tento vektor se pak podle prˇ´ıslusˇne´ operace prˇida´ k vektoru pro patrˇicˇnou
hodnotu dane´ho registru v nalezene´ nebo vytvorˇene´ polozˇce seznamu registr˚u ke generova´n´ı.
Jakmile jsou vsˇechny bity takto zpracova´ny, uzˇ se jen vygeneruj´ı prˇ´ıslusˇne´ logicke´ soucˇty
a soucˇiny pro registry ze seznamu do vy´stupn´ıho rˇeteˇzce.
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Kapitola 6
Testova´n´ı
Aplikace byla testova´na´ jizˇ od pocˇa´tku implementace, take´ s kazˇdou novou cˇa´st´ı a po kom-
pletn´ı implementaci byla testova´na jako celek. Nejprve byla aplikace testova´na na fiktivn´ım
MCU, kde se podle pozˇadavk˚u meˇnily jeho komponenty a jejich definice. Nakonec byla apli-
kace otestova´na na pozˇadovane´m MCU. V na´sleduj´ıcich odstavc´ıch bude podrobneˇji toto
testova´n´ı popsa´no.
6.1 Testova´n´ı v pr˚ubeˇhu implementace
V pr˚ubehu implementace byly jednotlive´ cˇa´st´ı aplikace testova´ny samostatneˇ a po zapojen´ı
do aplikace testova´ny i spolu s jizˇ funkcˇn´ımi moduly. Nejprve byly implementova´ny mo-
duly datove´ cˇa´sti, pro jejich testova´n´ı byly vytvorˇeny soubory s fiktivn´ım MCU. U tohoto
fiktivn´ıho MCU se vytva´rˇely komponenty tak, aby se oveˇrˇily r˚uzne´ cˇa´sti implementovany´ch
modul˚u. U teˇchto modul˚u se prˇedevsˇ´ım testovalo:
• spra´vne´ nacˇ´ıta´n´ı souboru
• detekce chyb v souboru
• vyhleda´va´n´ı
• spra´vne´ vytvorˇen´ı struktury
Pote´ co se otestovaly samotne´ moduly datove´ cˇa´sti, propojily se tyto moduly mezi
sebou tak, aby vytvorˇily jizˇ fina´ln´ı strukturu uchova´vaj´ıc´ı data o nastavovane´m MCU,
zapocˇalo testova´n´ı cele´ struktury. Tato struktura byla take´ testova´na na fiktivn´ım MCU
a prˇeva´zˇneˇ se testovala komunikace mezi moduly (resp. modely) a jej´ıch spra´vne´ hierarchicke´
propojen´ı. pro tyto u´cˇely byly vytvorˇeny funkce, ktere´ procha´zej´ı vytvorˇenou strukturu,
kontroluj´ı a vypisuj´ı informace o jednotlivy´ch elementech te´to struktury. Naprˇ´ıklad funkce
ktera´, procha´z´ı modelem pameˇti, vypisuje postupneˇ vsˇechny vytvorˇene´ registry, informace
o skupina´ch v registru a vypsane´ bity registru. U bit˚u vypisuje jejich hodnotu a ktere´
hodnoty z modelu periferi´ı tyto bity nastavuj´ı. Podobne´ funkce lze nale´zt i u model˚u pameˇti
a modelu periferi´ı MCU.
Po implementaci ostatn´ıch modul˚u aplikace byly postupneˇ testova´ny jejich d´ılcˇ´ı funkce,
prˇedevsˇ´ım vsˇak detekce mezn´ıch hodnot (konce pol´ı, pra´zdne´ seznamy a podobneˇ), tyto
chyby si mezi sebou objekty da´vaj´ı na veˇdomı´ pomoc´ı vy´jimek.
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6.2 Testova´n´ı vy´sledne´ aplikace
Nejprve se u vy´sledne´ aplikace testovalo graficke´ rozhran´ı, prˇedevsˇ´ım u komponent, ktere´
vykresluj´ı na´hled na rozlozˇen´ı pin˚u, a na´hled na nastavovane´ registry. U teˇchto komponent
bylo mimo spra´vne´ho vykreslova´n´ı otestova´na i na´rocˇnost na vy´kon pocˇ´ıtacˇe (na pr˚umeˇr-
ne´m PC se prˇekreslovaly komponenty plyule, na slabsˇ´ıch stroj´ıch jizˇ bylo prˇekreslova´n´ı
trhane´). Da´le byly otestova´ny funkce ukla´da´n´ı nastaven´ı a chova´n´ı aplikace pokud nen´ı
soubor s nastaven´ım dostupny´. Posle´ze se testovalo zada´va´n´ı nekorektn´ıch vstup˚u do pol´ı
ve stromu periferi´ı, zde se testovaly tyto prˇ´ıpady:
• Hodnota je nezna´me´ho forma´tu - tato chyba mu˚zˇe nastat pokud se Prˇi psan´ı hod-
not uzˇivatel prˇeklikne nebo se splete a p´ıˇse hodnotu slovneˇ, byly testova´ny hodnoty
zda´nliveˇ spra´vne´, naprˇ´ıklad 0x00OA (kde je mı´sto jedne´ nuly p´ısmeno O), ale take´
hodnoty naprosto nesmyslne´ ,naprˇ´ıklad bylo zkousˇeno zapsat hodnotu ”ˇcahoj”.
• Hodnota je mimo rozsah - tato chyba nasta´va´ pokud uzˇivatel sˇpatneˇ odhadne velikost
hodnoty, ale mu˚zˇe take´ vzniknout pouhou nepozornost´ı a napsa´n´ı jednoho rˇa´du nav´ıc.
Testovany´mi hodnotami byly naprˇ´ıklad prˇesprˇ´ıliˇsne´ hodnoty typu 0xFFFFFFFF ktere´
meˇly by´t ulozˇeny do 4 bit˚u, nebo naopak byly zada´va´ny za´porne´ hodnoty.
• Hodnota nesplnˇuje za´vislost - takove´to chyby vznikaj´ı opomenut´ım za´vislosti mezi
hodnotami nastavovane´ periferie. Takovouto chybou je naprˇ´ıklad nastaven´ı adresy
delˇs´ı nezˇ 7 bit˚u u periferie IIC pokud nen´ı povolena rozsˇ´ıˇrena´ adresa.
Ve vsˇech prˇ´ıpadech tyto chyby program detekoval, u prvn´ıch dvou zobrazil dialog s in-
formac´ı, zˇe je hodnota sˇpatneˇ nastavena a ponechal p˚uvodn´ı hodnotu. U posledn´ı mozˇnosti
chybu odhalil prˇed generova´n´ım, kdy se za´vislosti oveˇrˇuj´ı, a tuto chybu vypsal do vy´pisu.
Na´sledneˇ se testova´n´ı zameˇrˇilo na genera´tor ko´du a to prˇeva´zˇneˇ jeho vy´stup. pro toto
testova´n´ı se take´ vyuzˇ´ıvalo fiktivn´ıho MCU, kde se ve funkc´ıch jednotlivy´ch periferi´ı, za-
da´valy r˚uzne´ znacˇky a porovna´val se vygenerovany´ ko´d s ocˇeka´vany´m vy´sledkem. Da´le se
do ko´du vkla´daly i sˇpatne´ znacˇky, nebo znacˇky ktere´ se odkazuj´ı na neexistuj´ıc´ı pameˇt’ove´
prvky. V obou prˇ´ıpadech se testovalo zdali toto program spra´vneˇ detekuje a korektneˇ se
zachova´ (zobraz´ı chybu ve vy´pisu).
6.3 Nalezene´ proble´my a jejich rˇesˇen´ı
Prˇi testova´n´ı genera´toru byl objeven proble´m s odsazova´n´ım generovane´ho obsahu. Kdy byl
Po vygenerova´ni odsazen dost chaoticky a neprˇehledneˇ. Prˇ´ıklad takove´ho odsazen´ı je videˇt
zde:
void KBI_Init(void)
{
KBISC_KBIE = 0x0;
KBIES = 0x0;
KBIPE = 0x0;
KBISC_KBACK = 0x1;
KBISC_KBIE = 0x1;
}
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Po zkouma´n´ı tohoto proble´mu, bylo zjiˇsteˇno, zˇe Qt objekt sprostrˇedkova´va´j´ıc´ı cˇten´ı
obsahu elemet˚u, Prˇi znacˇce <![CDATA[ ]]>, ktera´ ohranicˇuje sekci, ktera´ je ignorovana´
parserem, do obsahu elementu prˇida´ i odsazen´ı z p˚uvodn´ıho dokumentu (dokumentu popi-
suj´ıc´ı periferie MCU). Proto musela by´t do genera´toru dodatecˇneˇ implementova´na metoda,
ktera´ tento jev eliminuje. Po pouzˇit´ı te´to metody zdrojovy´ ko´d vypada´ tak, jak jej tv˚urce
dokumentu popisuj´ıc´ıho periferie MCU zamy´sˇlel. Vy´sledek aplikace metody na funkci vy´sˇe
je videˇt na te´to uka´zce:
void KBI_Init(void)
{
KBISC_KBIE = 0x0;
KBIES = 0x0;
KBIPE = 0x0;
KBISC_KBACK = 0x1;
KBISC_KBIE = 0x1;
}
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Kapitola 7
Za´veˇr
V ra´mci prˇedmeˇtu Semestra´ln´ı projekt byly nejprve analyzova´ny pozˇadavky na aplikaci,
jej´ı rozhran´ı a vy´stup, ktery´ by meˇla poskytovat. Spolu s touto analy´zou byly vyhleda´ny
podobne´ aplikace a byly analyzova´ny jejich rozhran´ı a funkce ktere´ nab´ızej´ı. Toto nab´ıdlo
uceleny´ pohled na funkcionalitu a vzhled budouc´ı aplikace. Pote´ co bylo jasno co bude
aplikace poskytovat, byl analyzova´n i zvoleny´ mikrokontrole´r. Prˇesto zˇe byl MCU zada´n,
aplikace byla navrhova´na, tak aby se neomezovala pouze na jeden typ MCU, ale aby byla
univerza´ln´ı. Nakonec byla navrhnuta struktura soubor˚u popisuj´ıc´ıch mikrokontrole´ry, podle
potrˇeb aplikace a zada´n´ı.
V letn´ım semestru byla aplikace a jej´ı soubory implementova´ny a to tak, zˇe se nejprve
pracovalo na popisu XML pomoc´ı XSD a vytvorˇily se testovac´ı XML soubory s popisem
fiktivn´ıho MCU (na tomto fiktivn´ım MCU se posle´ze testovala datova´ cˇa´st aplikace). Pote´
se implementovala cˇa´st aplikace, ktera´ se starala o nacˇten´ı XML soubor˚u s popisem cˇa´st´ı
MCU a jejich interpretaci ostatn´ım modul˚um aplikace. Pote´ navazovalo vytvorˇen´ı a na-
pojen´ı graficke´ho uzˇivatelske´ho rozhran´ı a soucˇa´st´ı, ktere´ se staraj´ı o zobrazen´ı informac´ı
o MCU na jizˇ vytvorˇene´ cˇa´sti aplikace. Nakonec byl implementova´n samotny´ MCU, gene-
ra´tor zdrojovy´ch ko´d˚u s nastaven´ım periferi´ı a bylo provedeno testova´n´ı aplikace.
Jelikozˇ je aplikace rozsa´hla´, nebyl prostor pro realizaci vsˇech komponent, ktery´ by jesˇteˇ
v´ıce rozsˇiˇrovaly jej´ı mozˇnosti. Jako mozˇne´ rozsˇ´ıˇren´ı navrhuji vylepsˇen´ı kontroly spra´vnosti
nastaven´ı tak, aby bylo mozˇno vyja´drˇit sˇirsˇ´ı sˇka´lu omezen´ı kladeny´ch na nastaven´ı hodnoty
cˇi v´ıce hodnot periferie. Dalˇs´ım rozsˇ´ıˇren´ım by mohla by´t samotna´ aplikace, nebo rozsˇ´ıˇren´ı
sta´vaj´ıc´ı o prostrˇedek pro generova´n´ı soubor˚u popisuj´ıc´ı mikrokontrole´r, kde by jedna z cˇa´st´ı
mohla analyzovat hlavicˇku popisuj´ıc´ı rozdeˇlen´ı pameˇti pro dany´ MCU a tvorˇit podle n´ı sou-
bor s modelem pameˇti. Jako dalˇs´ı mozˇnost rozsˇ´ıˇren´ı navrhuji integrovat aplikaci do prostrˇed´ı
Code::Blocks a vytvorˇit tak na´stroj pro programova´n´ı mikrokontrole´r˚u. Mezi mensˇ´ı rozsˇ´ıˇren´ı
bych zarˇadil i vytvorˇen´ı formula´rˇe nastavuj´ıc´ı prostrˇed´ı aplikace, vylepsˇen´ı zobrazen´ı MCU
o informaci o smeˇru dat vy´vodu, nebo rozsˇ´ıˇren´ı aplikace o modul na´hledu na generovany´
ko´d.
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Prˇ´ıloha A
Manual
A.1 Popis okna a tlacˇ´ıtek akc´ı
A.1.1 Okno aplikace a jeho rozdeˇlen´ı
V tomto odstavci bude popsa´no hlavn´ı okno aplikace a jej´ı rozdeˇlen´ı. Budou zde uvedeny
na´zvy komponent na ktere´ se bude v dalˇs´ım textu odkazovat. na obra´zku A.1 je zna´zorneˇno
hlavn´ı okno aplikace spolu s oznacˇen´ım jednotlivy´ch cˇa´st´ı aplikace.
Obra´zek A.1: Pohled na hlavn´ı okno aplikace s rozdeˇlen´ım na cˇa´sti.
V cˇa´sti pod cˇ´ıslem 1 se nacha´zi panel s tlacˇ´ıtky akc´ı, tyto tlacˇ´ıtka slouzˇ´ı k ovla´da´n´ı
cˇa´sti aplikace, ktera´ se stara´ o nacˇ´ıta´n´ı, ukla´da´n´ı projektu a generova´n´ı samotny´ch zdrojo-
vy´ch ko´du s nastaven´ım pro jednotlive´ periferie. Cˇ´ıslo 2 oznacˇuje pole pro vyhleda´va´n´ı
a tlacˇ´ıtka pomoc´ı ktery´ch se vyhleda´va´ ve stromu periferi´ı, prvn´ım tlacˇ´ıtkem se spousˇt´ı
vyhleda´va´n´ı (tlacˇ´ıtko vyhleda´va´n´ı), druhe´ mazˇe vyhleda´va´n´ım oznacˇene´ uzly ve stromu
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periferi´ı (tlacˇ´ıtko maza´n´ı vyhleda´va´n´ı). pod cˇ´ıslem 3 je cˇa´st, ktera´ se stara´ o zobra-
zen´ı periferi´ı a vyhleda´va´n´ı v nich, tato komponenta se nazy´va´ strom periferi´ı. Cˇa´st 4
pod sebou poj´ıma´ komponenty, ktere´ se staraj´ı o jiny´ na´hled na nastavovany´ mikrokontrole´r
a ktere´ vypisuj´ı informace pro uzˇivatele. Tyto komponenty jsou da´le v textu popisova´ny
jako za´lozˇky.
A.1.2 Tlacˇ´ıtka akc´ı
Na obra´zku A.2 je zobrazen panel tlacˇ´ıtek akc´ı, funkcˇnost teˇchto tlacˇ´ıtek bude postupneˇ
popsa´na v na´sleduj´ıc´ım odstavci.
Obra´zek A.2: Vy´rˇez okna panelu tlacˇ´ıtek akc´ı s ocˇ´ıslovany´mi tlacˇ´ıtky.
Tlacˇ´ıtko 1 slouzˇ´ı k vytvorˇen´ı nove´ho projektu. Pokud je jizˇ neˇjaky´ projekt otevrˇen
a nen´ı ulozˇen, zobraz´ı se Po stisku tohoto tlacˇ´ıtka dialog, ktery´ na toto upozorn´ı a paklizˇe
si to uzˇivatel zvol´ı, ulozˇ´ı projekt. Samozrˇejmeˇ jde pokracˇovat bez ulozˇen´ı, s t´ım, zˇe jsou
neulozˇena´ data nena´vratneˇ ztracena. Pokud bude tedy uzˇivatel pokracˇovat, zobraz´ı se dialog
kde lze vybrat pro ktery´ MCU se novy´ projekt vytvorˇ´ı (viz. dalˇs´ı kapitola), Po zvolen´ı
pozˇadovane´ho MCU je program prˇipraven na pra´ci.
Tlacˇ´ıtko 2 zprostrˇedkova´va´ nacˇten´ı drˇ´ıve vytvorˇene´ho projektu. Pokud je jizˇ spusˇteˇny´
projekt neulozˇen, zobraz´ı se stejny´ dialog jako u prˇedchoz´ıho tlacˇ´ıtka. Pote´ co je dialog
uzˇivatelem obslouzˇen, zobraz´ı se dalˇs´ı dialog, kde se Po uzˇivateli zˇa´da´ o specifikaci cesty
k souboru s ulozˇeny´m projektem. Tento projekt je posle´ze nacˇten.
Tlacˇ´ıtko 3 slouzˇ´ı k ulozˇen´ı sta´vaj´ıc´ıho projektu. Pokud projekt dosud nebyl ulozˇen,
zobraz´ı se dialog, ktery´ Po uzˇivateli zˇa´da´ urcˇen´ı mı´sta a jme´na souboru do ktere´ho se bude
projekt ukla´dat. Po tomto ulozˇen´ı, se podle jme´na souboru projekt pojmenuje. Pokud se
toto tlacˇ´ıtko stiskne kdykoliv Po prvn´ım ulozˇen´ı (plat´ı i po nacˇten´ı jizˇ ulozˇene´ho projektu),
tak se jizˇ zˇa´dny´ dialog nezobrazuje a ukla´da´ se do souboru, ktery´ byl prˇedt´ım specifikova´n.
Tlacˇ´ıtko 4 slouzˇ´ı ke zkontrolova´n´ı projektu na chyby a posle´ze k vygenerova´n´ı samot-
ny´ch zdrojovy´ch soubor˚u s funkcemi pro dane´ periferie. Po stisku tohoto tlacˇ´ıtka bude
uzˇivatel vyzva´n k ulozˇen´ı sta´vaj´ıc´ıho projektu (pokud tak jizˇ drˇ´ıve neucˇinil), na´sledneˇ bude
uzˇivatel vyzva´n k urcˇen´ı slozˇky, kde se budou zdrojove´ soubory generovat. Posle´ze se zkon-
troluj´ı chyby, pokud budou neˇjake´ nalezeny ma´ uzˇivatel mozˇnost bud’ opravit chyby, nebo
je ignorovat a vygenerovat soubory.
A.2 Popis vytvorˇen´ı projektu
V te´to kapitole bude uka´za´no jak se s programem pracuje a to formou prˇ´ıkladu, jak otevrˇ´ıt
novy´ projekt, nastavit komponentu, ulozˇit projekt a vygenerovat zdrojove´ ko´dy pro dany´
MCU.
37
A.2.1 Otevrˇen´ı nove´ho projektu
Po spusˇteˇn´ı programu, otevrˇeme novy´ projekt pomoc´ı prvn´ıho tlacˇ´ıtka na panelu tlacˇ´ıtek
akc´ı, Po stisknut´ı tlacˇ´ıtka se objev´ı dialog, kde si vybereme MCU (viz. obra´zek A.3), vy´beˇr
potvrd´ıme bud’ dvoj´ım poklepa´n´ım levy´m tlacˇ´ıtkem mysˇi na dany´ MCU, nebo kliknut´ım
na tlacˇ´ıtko OK. Pokud nebude zvolen MCU a klikne se na tlacˇ´ıtko OK, bude vybra´n prvn´ı
MCU ze seznamu. Po vy´beˇru se dialog uzavrˇe a program nacˇte potrˇebne´ soubory, Po tomto
nacˇten´ı je prˇipraven ke konfiguraci periferi´ı.
Obra´zek A.3: Dialog s vy´beˇrem MCU.
A.2.2 Nastaven´ı periferi´ı
Prˇi konfiguraci periferi´ı se prˇeva´zˇneˇ pracuje se stromem periferi´ı. V tomto prˇ´ıkladeˇ se bude
nastavovat prˇerusˇen´ı kla´vesnice. Nejprve ve stromu periferi´ı najdeme prˇ´ıslusˇnou periferii,
ktera´ se nacha´z´ı pod polozˇkou Keyboard interrupt > KBI. Jednotlive´ uzly stromu se daj´ı
rozevrˇ´ıt pomoc´ı sˇipky u jejich jme´na, nebo Po dvojkliku na uzel. Pokud chceme periferi´ı
naj´ıt rychle, lze pouzˇ´ıt vyhleda´va´n´ı, kde do vyhleda´vac´ıho pole zap´ıˇseme na´zev periferie,
nebo cˇa´st jej´ıho na´zvu a potvrd´ıme kla´vesou enter, nebo kliknut´ım na tlacˇ´ıtko vyhleda´-
va´n´ı. Nalezene´ vy´sledky se rozevrˇou ve stromu periferi´ı. Abychom mohli zacˇ´ıt nastavovat
periferii, je potrˇeba ji povolit. Povolen´ı se provede poklika´n´ım na sloupec hodnota dane´ pe-
riferie a nastaven´ım roletove´ho menu na hodnotu enable, pote´ nastav´ıme periferii, tak jak
je na obra´zku A.4. Nastaven´ı jednotlivy´ch hodnot se nastavuje podobneˇ jako se povoluje
periferie, dvoj´ım poklikem. Po pokliku se spolu s komponentou pro nastaven´ı zobraz´ı i tla-
cˇ´ıtko s sˇipkou (viz. obra´zek A.5), toto tlacˇ´ıtko nastavuje p˚uvodn´ı hodnoty. aby se funkce
pro nastaven´ı vygenerovaly je trˇeba je nastavit na generova´n´ı, toto se prova´d´ı podobneˇ jako
u povolen´ı periferie u sloupce hodnota a rˇa´dku periferie. Po kliknut´ı na tlacˇ´ıtko vyp´ınacˇe
(nacha´z´ı se u uzlu stromu zna´zornˇuj´ıc´ı periferii), se zobraz´ı dialog pro vy´beˇr funkc´ı ke gene-
rova´n´ı. Zaznacˇ´ıme vsˇechny funkce , jak je to mu na obra´zku A.6. Pote´ co je vsˇe nastaveno,
se mu˚zˇe generovat.
A.2.3 Vygenerova´n´ı zdrojovy´ch ko´d˚u
Prˇedt´ım nezˇ se bude generovat ko´d, je trˇeba projekt ulozˇit, toto se prova´d´ı trˇet´ım tlacˇ´ıtkem
na panelu tlacˇ´ıtek akc´ı. Program vyvola´ dialog pro ulozˇen´ı, zde oznacˇ´ıme slozˇku a soubor
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Obra´zek A.4: Na´hled na strom nastaven´ı, s prˇ´ıkladem nastaven´ı KBI.
Obra´zek A.5: Nastaven´ı periferie, prvn´ı tlacˇ´ıtko nastavuje p˚uvodn´ı hodnotu, druhe´ spousˇt´ı
dialog pro vy´beˇr generovane´ funkce.
do ktere´ho chceme projekt ulozˇit. Pote´ klikneme na cˇtvrte´ tlacˇ´ıtko panelu tlacˇ´ıtek akc´ı,
t´ımto vyvola´me dialog, kde se specifikuje kam se maj´ı vygenerovane´ soubory ulozˇit. Pote´
program zkontroluje vesˇkere´ nastaven´ı a pokud je vsˇe v porˇa´dku, tak na specifikovane´ mı´sto
vygeneruje soubory s nastaven´ım.
A.3 Popis komponent
Nı´zˇe popsane´ komponenty se nacha´z´ı v cˇa´sti 4 a poskytuj´ı jiny´ pohled na nastavovane´
cˇa´sti MCU nezˇ poda´va´ komponenta stromu periferi´ı. Da´le take´ zobrazuj´ı informace, ktere´
prˇiblizˇuj´ı funkci komponent a informace o stavu programu.
A.3.1 Komponenta na´hledu na MCU
Komponenta na´hledu na MCU se skry´va´ pod za´lozˇkou MCU. Tato komponenta, pokud
je nacˇten projekt, zobrazuje na´kres pouzdra mikrokontrole´ru spolu s jeho vy´vody. Kazˇdy´
vy´vod obsahuje informaci o jeho cˇ´ısle, ktere´ koresponduje s cˇ´ıslem v technicke´ dokumentaci
k MCU a da´le take´ jme´no dane´ho vy´vodu, ktere´ se skla´da´ ze zkratek periferi´ı, ktere´ vy´vod
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Obra´zek A.6: Dialog s vy´beˇrem funkc´ı pro generova´n´ı.
vyuzˇ´ıvaj´ı. na obra´zku A.7 je videˇt tato komponenta vykresluj´ıc´ı pouzdro mikrokontrole´ru
MC9S08JM60.
Mimo zna´zorneˇn´ı MCU a jeho vy´vod˚u, komponenta slouzˇ´ı k zobrazen´ı vy´vod˚u ktere´
vyuzˇ´ıva´ dana´ periferie, ktera´ je zvolena ve stromu periferi´ı. Tyto vy´vody, pokud periferie
neˇjake´ pouzˇ´ıva´, jsou pak zna´zorneˇny zˇluteˇ. Da´le komponenta zprostrˇedkova´va´ zobrazen´ı
periferi´ı, ktere´ dany´ pin vyuzˇ´ıvaj´ı. A to v dialogu, ktery´ zobrazuje jednak vsˇechny periferie
ktere´ vy´vod pouzˇ´ıvaj´ı, ale take´ zda jsou aktivn´ı cˇi ne a po kliknut´ı levy´m tlacˇ´ıtkem mysˇi
na danou periferii ji zobraz´ı ve stromu periferi´ı. Tento dialog zobraz´ıte kliknut´ım levy´m
tlacˇ´ıtkem mysˇi na dany´ vy´vod, tento dialog se zobraz´ı pokud vy´vod obsazuje alesponˇ jedna
periferie.
A.3.2 Komponenta na´hledu na nastavovane´ registry
Tato komponenta (nacha´z´ı se pod za´lozˇkou Memory) zobrazuje registry ve ktery´ch hod-
nota, zvolena´ ve stromu nastaven´ı, meˇn´ı bity. jak je videˇt na obra´zku A.8 nad kazˇdy´m
registrem, ktery´ tato hodnota poj´ıma´, je vypsa´no jme´no registru, da´le jsou pod jme´nem
zobrazeny bity. U kazˇde´ho bitu je vypsa´na informace o porˇad´ı v registru, jme´neˇ a hodnoteˇ
kterou bit v danou chv´ıli naby´va´. Da´le pomoc´ı barvy pozad´ı jednotlivy´ch bit˚u da´va´ kom-
ponenta najevo, ktere´ bity hodnota meˇn´ı (jsou zobrazeny zˇluteˇ), ktere´ bity se nenastavuj´ı
(jsou zobrazeny sˇedeˇ) a na konec i bity ktere´ se nastavuj´ı, ale nepatrˇ´ı dane´ hodnoteˇ (ty jsou
bez pozad´ı).
Dalˇs´ı mozˇnost´ı te´to komponenty je zobrazit ve stromu periferi´ı i hodnoty, ktere´ nastavuj´ı
okoln´ı bity registru (resp. ty bity, ktere´ neˇjaka´ hodnota nastavuje). Toto zobrazen´ı se prova´d´ı
kliknut´ım levy´m tlacˇ´ıtkem mysˇi na plochu zobrazovane´ho bitu. Pokud lze zobrazit hodnotu
ktera´ tento bit nastavuje, Po najet´ı kurzorem na bit se zmeˇn´ı tvar kurzoru. Po kliknut´ı se
zobraz´ı prˇ´ıslusˇna´ hodnota ve stromu periferi´ı.
A.3.3 Komponenta log
Komponenta log slouzˇ´ı k zobrazen´ı r˚uzny´ch za´znamu˚ ty´kaj´ıc´ıch se programu, tato kompo-
nenta je zobrazena na obra´zku A.9 a nacha´z´ı se pod za´lozˇkou Log. V prve´ rˇadeˇ jsou to za´-
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Obra´zek A.7: Vy´sledek kreslen´ı komponenty zobrazen´ı MCU.
znamy informativn´ıho charakteru, ty jsou zobrazeny zeleneˇ a informuj´ı uzˇivatele co zrovna
program prova´d´ı. Da´le jsou to za´znamy varuj´ıc´ı, tyto jsou cˇervene´ barvy a upozornˇuj´ı
na chyby, ktere´ se Prˇi beˇhu programu vyskytly, nebo na chyby (cˇi potencia´ln´ı chyby), ktere´
uzˇivatel zp˚usobil Prˇi nastavova´n´ı periferi´ı. Posledn´ım druhem za´znamu je za´znam prˇipo-
mı´nky, ktery´ je barvy zˇlute´.
A.3.4 Komponenta na´poveˇdy
Na´poveˇda k periferi´ım a hodnota´m je v tomto programu rˇesˇena pomoc´ı komponenty pod za´-
lozˇkou na´poveˇda, ktera´ se skry´va´ pod za´lozˇkou Help. V te´to komponenteˇ se zobrazuje na´-
poveˇda, pote´ co uzˇivatel klikne na ikonu na´poveˇdy ve stromu periferi´ı (tuto ikonu lze videˇt
na obra´zku A.5). Po kliknut´ı na tuto ikonu se za´lozˇka na´poveˇdy prˇepne do poprˇed´ı a zob-
raz´ı informace, ktere´ se vztahuj´ı k dane´ hodnoteˇ cˇi periferii. Pokud se zobrazuje na´poveˇda
k periferii, vyp´ıˇse se s odsazen´ım i na´poveˇda ke vsˇem hodnota´m patrˇ´ıc´ı k te´to periferii,
jak je videˇt na obra´zku A.10.
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Obra´zek A.8: Vy´sledek kreslen´ı komponenty zobrazen´ı nastavovane´ho registru.
Obra´zek A.9: Na´hled na vy´sledek komponenty vypisuj´ıc´ı za´znamy aplikace.
Obra´zek A.10: Na´hled na vy´sledek komponenty vypisuj´ıc´ı na´poveˇdu.
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