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Ranjang pasien yang berupa ranjang lipat merupakan hal yang 
dibutuhkan oleh pasien terutama yang mengalami kelumpuhan total. 
Gerakan dari ranjang pasien yang sudah ada saat ini yaitu menggunakan 
tombol kontrol dan juga ada yang menggunakan pengendali jarak jauh. 
Bagi pasien lumpuh total masih memiliki kendala dalam menggerakkan 
ranjangnya karena mereka tidak dapat menggerakkan tubuh dan 
tangannya. Pada tugas akhir ini, dibuat suatu sistem pengatur posisi 
ranjang yang dapat dikontrol dengan perintah suara. Sistem ini 
menggunakan mikrokontroler STM32F407 Discovery sebagai unit 
kontrol aktuator pengatur posisi ranjang berupa motor servo dengan 
masukan suara yang telah direkognisi oleh modul Voice Recognition V3 
(VR3). Dalam pembelajaran modul VR3 untuk mempelajari satu kata 
dapat mencoba sebanyak maksimal 10x dalam 1 kali percobaan. Hasil 
yang dicapai menunjukkan perintah suara untuk mengatur posisi ranjang 
lipat dapat bekerja dengan baik untuk 3 macam perintah suara yaitu 
dengan rata-rata tingkat pengenalan suara sebesar 72%. Sedangkan 
pergerakan posisi ranjang dari 00 dimana posisi ranjang adalah horizontal 
lurus menuju posisi 30o membutuhkan waktu selama 5 detik.   
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ABSTRACT 
Bed for patient as in folding bed is a thing that the patient need, 
especially for completely paralyzed people. the one that available 
nowadays are using control button or even using remote control to 
control it from far away. for a completely paralyzed people, it is stilla 
struggle to move their bed because of limit on moving part of their body. 
in this final project, created a system for controlling bed position using 
the patient's voice. this system is using STM32F407 Discovery as a unit 
control for an actuator that is a servo motor using patient's voice as an 
input that has been recognized with voice recognition V3 module(VR3). 
The result shows the voice command to adjust the folding bed position to 
work well for 3 kinds of voice commands with an average voice 
recognition rate of 72%. While the movement of the bed position of 0o 
where the position of the bed is horizontally straight towards the position 
30o takes time for 5 seconds. 
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 BAB I PENDAHULUAN 
PENDAHULUAN 
 
1.1 Latar Belakang 
Ranjang pasien merupakan hal yang sangat penting dan harus ada 
di sebuah rumah sakit. Ranjang pasien yang ada di rumah sakit saat ini 
sudah ada yang otomatis dengan menggunakan remot kontrol. Jenis 
ranjang ini biasa disebut dengan ranjang elektronik dimana semua panel 
dan fungsinya bisa dijalankan dengan menggunakan tombol-tombol 
yang dioperasikan oleh mesin. Apabila pasien yang menggunakan 
ranjang ini merupakan pasien dengan kelumpuhan total yang hanya 
dapat berbicara dan menggerakkan kepala saja, maka pasien tersebut 
tidak dapat menggerakkan ranjangnya sendiri dengan menggunakan 
remot kontrol. Mereka harus meminta bantuan orang lain untuk 
membantu mengatur ranjangnya. Pengaturan tempat tidur dengan 
menggunakan pengenalan suara dapat memudahkan pasien dengan 
kondisi lumpuh total dapat mengatur sendiri tempat tidurnya tanpa harus 
memanggil orang lain. 
Penggunaan pengenalan suara atau yang lebih dikenal dengan voice 
recognition telah ada sejak dahulu untuk membantu penyandang 
disabilitas dalam melakukan kegiatan sehari-hari. Metode pengenalan 
suara biasanya mengkonversi dan menganalisa sinyal suara dan di 
kelompokkan kedalam jenis kata dengan diimplementasikan pada 
program komputer. Sinyal suara memiliki 2 tipe informasi penting yaitu 
maksud kata yang diucapkan dan pengidentifikasian dari yang 
mengucapkan. Banyak metode yang digunakan dalam pengenalan suara 
seperti algoritma genetika, Dinamic Time Warping (DTW), Hidden 
Markov Model, Mel frequency Spectral coefficients (MFRCs), Gaussian 
mixture model (GMM) dan lain-lain [1]. 
Beberapa penelitian terdahulu tentang pengontrolan otomatis pada 
ranjang pasien yaitu oleh A. Alin Linsie menggunakan MEMS 
akselerometer dengan metode gesture recognition dengan menggerakkan 
tangan [2]. Sehingga metode ini tidak dapat diimplementasikan untuk 
penderita lumpuh total. Penelitian lainnya dilakukan oleh Sanur Kumar 
Das, Vitthal Rathof dan Akhillef Yadaf B. Penelitian ini menggunakan 
voice recognition dengan metode artificial neural network dan 
dikendalikan menggunakan arduino [3].  
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1.2 Permasalahan 
Pada Tugas Akhir ini yang menjadi permasalahan utama adalah  
ranjang pasien umumnya hanya dapat digerakkan dengan remot kontrol, 
sehingga pasien dengan penyakit lumpuh total yang hanya dapat berbicara 
dan menggerakkan kepalanya sehingga tidak dapat mengontrol sendiri 
ranjangnya. 
1.3 Batasan Masalaha 
Batasan masalah pada tugas akhir ini adalah: 
1. Pengujian yang dilakukan hanya untuk miniatur ranjang lipat tanpa 
beban. 
2. Pengguna berbicara dengan lancar dan berintonasi normal. 
3. Data masukan suara hanya dengan bahasa Indonesia dengan jumlah 
kata terbatas sebanyak 3 kata yaitu kata oke, kata naik dan kata 
turun. 
1.4 Tujuan 
Tujuan dari tugas akhir ini adalah untuk mendapatkan sistem 
pengenalan perintah suara yang digunakan pada pengaturan posisi 
ranjang lipat. 
1.5 Metodologi Penelitian 
Perancangan miniatur ranjang berbasis pengenalan suara terbagi 
menjadi empat tahapan, yaitu studi literatur, perancangan sistem, uji coba 
dan hasil pengujian, serta penyusunan laporan. 
Pada tahap studi literatur, dilakukan pencarian literatur buku 
maupun kumpulan makalah dan jurnal yang mengarah pada topik yang 
dibahas. Tahapan ini dilakukan untuk mengumpulkan informasi tentang 
metode yang digunakan dalam pengolahan pengenalan sinyal suara. 
Selanjutnya pada perancangan sistem, dibuat suatu sistem 
pengenalan suara dengan bantuan modul voice recognition V3 (VR3) 
sebagai pengenalan suara dan dibantu dengan mikrokontroler STM32F4 
Discovery sebagai eksekusi dari perintah suara yang diberikan. Pada 
tahapan ini membahas tentang koneksi secara perangkat keras maupun 
secara perangkat lunak. 
Setelah itu dilakukan pengujian baik perangkat keras maupun 
perangkat lunak. Pada tahap ini pengujian perangkat lunak dilakukan 
untuk menguji seberapa baik algoritma yang diterapkan pada pengenalan 
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suara, sedangkan pengujian perangkat keras dilakukan agar mengetahui 
sistem telah berjalan dengan baik atau belum.   
1.6 Sistematika Laporan 
Pembahasan tugas akhir ini dibagi menjadi lima bab dengan 
sistematika sebagai berikut: 
 
Bab I Pendahuluan 
Pada bab pendahuluan, menjelaskan mengenai latar 
belakang pemilihan topik, perumusan masalah dan 
batasannya. Bab ini juga membahas mengenai tujuan 
penelitian, metodologi, sistematika laporan, dan 
relevansi dari penelitian yang dilakukan. 
 
Bab II Tinjauan Pustaka untuk Perancangan Sistem 
Pengenalan Suara untuk Pengendalian Ranjang 
Lipat  
Penjelasan mengenai komponen perangkat keras 
maupun perangkat lunak pendukung untuk sistem 
pengenalan suara pada pengendalian ranjang lipat.  
 
Bab III Perancangan Alat 
Pembahasan yang dilakukan pada bab ini, mengenai 
perancangan sistem secara keseluruhan dari 
perancangan perangkat keras berupa perancangan 
mekanik dan perancangan koneksi rangkaian, serta 
perancangan perangkat lunak berupa algoritma 
pemrograman sistem pengenalan suara dan algoritma 
pemrograman kontrol ranjang lipat tersebut.  
 
Bab IV Pengujian Perangkat Keras Miniatur Ranjang 
Lipat 
Pembahasan pada bab ini mengenai hasil dari uji coba 
rangkaian yang telah dibuat serta pengujian program. 
 
Bab V Penutup 
Pada bagian bab penutup, dibahas mengenai 
kesimpulan dan saran dari hasil pengujian. 
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1.7 Relevansi 
Hasil yang diperoleh dari tugas akhir ini menjadi langkah awal 
perencanaan purwarupa (prototype) ranjang lipat untuk pasien baik pasien 
secara umum maupun secara khusus seperti pasien yg menderita 








Pada bab ini akan dibahas mengenai tinjauan pustaka dari proses 
pengenalan suara. Mulai dari mekanisme produksi sinyal suara manusia, 
sinyal suara dapat didengar oleh telinga, pengambilan sinyal suara, 
penyamplingan dan digitalisasi sinyal suara hingga sinyal suara yang 
dikatakan manusia dapat dikenali oleh mikrokontroler. 
2.1 Mekanisme Produksi Sinyal Suara Manusia 
Sebagian besar manusia berkomunikasi sesama manusia dengan 
bahasa yang saling dimengerti melalui ucapan yang dikeluarkan dari 
mulut. Sekarang ini tidak hanya komunikasi antar manusia, namun 
manusia dan mesin juga saling berkomunikasi lewat ucapan seperti yang 
dikembangkan oleh produsen Google yaitu Google Speech-to-text 
ataupun yang telah dikembangkan oleh Apple yaitu Siri dan lain 
sebagainya. Sehingga untuk memberikan pendekatan sistem pengenalan 
suara untuk mesin, maka pemahaman mengenai pembangkitan sinyal 
suara di tubuh manusia hingga menghasilkan kata yang dapat dipahami 
oleh manusia lainnya. 
Organ manusia yang digunakan untuk menghasilkan suara seperti 
pada Gambar 2.1 adalah paru-paru (lungs), tenggorokan (Trachea), laring 
(larynx), faring (pharyngeal Cavity), rongga mulut (Oral Cavity), dan 
hidung (nose). Apabila dimodelkan dalam blok diagram, hasil pemodelan 
dari produksi sinyal suara seperti pada Gambar 2.2. 
 
 
Gambar 2.1 Sistem Produksi Suara Manusia [4] 
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Gambar 2.2 Blok Diagram Pemodelan Sinyal Suara [4] 
Otot (muscle force) menekan udara dari paru-paru menuju laring, 
dimana tekanan udara menyebabkan vocal cord bergetar. Getaran ini 
mendorong udara dan menghasilkan gelombang tekanan quasi periodik. 
Frekuensi sinyal tekanan (pitch impulse)merupakan frekuensi pitch atau 
frekuensi dasar. Frekuensi dari sinyal tekan merupakan bagian dari 
melodi sinyal suara. Pitch impulse merangsang udara di saluran oral dan 
untuk suara tertentu juga saluran hidung. Saat rongga bergema, mereka 
memancarkan gelombang suara yang merupakan sinyal ucapan. Kedua 
saluran (Vocal dan nasal) bertindak sebagai resonator dengan frekuensi 
resonansi karakteristik yang disebut frekuensi formant. Hal ini 
dimungkinkan untuk mengubah rongga mulut dengan memotong rahang, 
lidah, velum, bibir dan mulut. Karena itu beberapa suara yang berbeda 
dapat diucapkan.  
2.2 Sampling dan Kuantisasi 
Sinyal suara yang nantinya diolah oleh mikrokontroler berupa sinyal 
analog. Sedangkan mikrokontroler hanya dapat mengolah sinyal digital. 
Karena itu, dibutuhkan konverter sinyal analog ke digital (ADC). Untuk 
mengkonversi sinyal analog ke digital ada 2 buah metode yang 
diterapkan, yaitu sampling dalam waktu dan kuantisasi dalam amplitudo. 
Pada proses sampling, sinyal kontinyu dalam waktu (Ts) dengan 
sinyal sample (x[n]) dan sinyal kontinyu (x(t)) dapat direpresentasikan 
pada persamaan 2.1. 
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X[n] = x(nTs) (Persamaan 2.1) 
Efek dari persamaan 2.1 dalam domain frekuensi yang dilihat dari proses 
pengambilan sampel adalah membuat versi spektrum sinyal berulang 
secara periodik pada kelipatan frekuensi sampling fs = 1/Ts. Sehingga 




∑ 𝑋(𝑓 − 𝑘𝑓𝑠)
∞
𝑘=−∞  (Persamaan 2.2) 
Dimana : 
Xs(f) = Spektrum sinyal sample 
X(f) = Spektrum sinyal asli 
 
Proses sampling ditunjukkan dalam Gambar 2.3, dimana fs = 2fb dan 
fb merupakan bandwidth sinyal dan fs adalah sinyal sampling. Secara 
umum, sinyal dapat dikembalikan ke domain waktu apabila spektrum 
sinyal tidak tumpang tindih dan juga penyamplingan harus dua kali lebih 
besar dari bandwidth sinyal informasi.  Terjadinya interferensi sinyal 
(sinyal tumpang tindih) antara spektrum sinyal yang berulang disebut 
sebagai aliasing. Aliasing ini mencegah terjadinya rekonstrusi sinyal. 
Bandwidth sinyal dibatasi oleh frekuensi sebesar fs/2 dan filter anti-
aliasing terkadang juga digunakan untuk memastikan pembatasan sinyal 
sudah sesuai. Misalnya, sinyal suara memiliki bandwidth sebesar 4 kHz 
dan prinsipnya di sampling dengan frekuensi 8 kHz. Namun, ada 
beberapa sinyal yang masuk diatas 4 kHz sehingga menghasilkan sinyal 
aliasing dengan frekuensi sampling 8 kHz. Maka, filter anti-aliasing 
diterapkan. Filter anti-aliasing adalah filter analog kontinyu yang 
mendahului sampler. 
 
Gambar 2.3 Spektrum Sinyal Sampling Nyquist [5] 
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Gambar 2.4 Karakteristik Kuantisasi ADC [4] 
Setelah mensampling sinyal, sinyal sampling juga harus dikuantisasi 
dalam amplitud ke sejumlah nilai output yang terbatas. Karakteristik dari 
kuantisasi ADC dengan sinyal input x[n] dan output y[n] ditunjukkan 
pada Gambar 2.4. Kuantisasi adalah proses yang tidak dapat dibalik, 
karena jumlah nilai amplitudo masukan yang tak terbatas dipetakan ke 
sejumlah nilai amplitudo keluaran yang terbatas. Kuantisasi amplitudo 
keluaran biasanya direpresentasikan dengan kode digital yang terdiri dari 
sejumlah bit terbatas. Contohnya, untuk 1 bit ADC seperti pada Gambar 
2.4c level keluaran V dan -V di petakan ke kode digital ‘1’ dan ‘0’. Kode 
digital ini dapat disebut sebagai format pulse code modulation (PCM).  
Sebuah ADC atau quantizer dengan tingkat keluaran Q dikatakan 
memiliki N bit resolusi dimana N = log2 (Q).  Untuk nilai ADC dengan 
tingkat kuantisasi Q dengan nilai masukan sekurang-kurangnya ∆ = 
2V/(Q-1) maka dapat dibedakan ke tingkat keluaran yang berbeda-beda. 
2.3 Transformasi Fourier 
Dalam menganalisa sinyal analog dalam domain frekuensi sering 
menggunakan Transformasi Fourier. Sedangkan dalam menganalisa 
sinyal digital (sinyal diskrit) biasa menggunakan metode FFT (Fast 
Fourier Transform) dimana algoritma ini merupakan pengembangan dari 
algoritma DFT (discrete fourier transform).  
Pada transformasi fourier, variabel waktu (t) dan frekuensi (ω) 
merupakan nilai yang bervariasi antar -∞ hingga ∞. Persamaan dari 
transformasi fourier sinyal analog seperti pada persamaan 2.3 dalam 
domain waktu dan persamaan 2.4 dalam domain frekuensi. 
𝑋(𝜔) =  ∫ 𝑥(𝑡)𝑒−𝑗𝜔𝑡𝑑𝑡
∞
−∞
 (Persamaan 2.3) 






 (Persamaan 2.4) 
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Sedangkan transformasi fourier diskrit dengan komponen X(ejω) 
didefinisikan pada persamaan 2.5 dengan nilai x(n) harus dapat 
dijumlahkan secara absolut dengan interval n seperti persamaan 2.6. 
𝑋(𝑒𝑗𝜔) =  ∑ 𝑥(𝑛)𝑒−𝑗𝜔𝑛∞𝑛= −∞  (Persamaan 2.5) 
∑ |𝑥(𝑛)| = 𝑠 <  ∞∞𝑛= −∞  (Persamaan 2.6) 
Komponen dari transformasi fourier diskrit memiliki pasangan seperti 
pada Tabel 2.1.  
Tabel 2.1 Sinyal Diskrit dan Transformasi Fouriernya[6] 
 
 Ada 2 jenis transformasi fourier, yaitu Discrete Fourier 
Transform (DFT) dan Fast Fourier Transform (FFT). Kedua transformasi 
ini akan dijelaskan pada sub-bab berikut. 
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2.3.1 Discrete Fourier Transform (DFT) 
Discrete Fourier Transform (DFT) adalah transformasi fourier yang 
digunakan untuk menganalisa sinyal diskrit yang diketahui sebanyak N 
dengan sampling waktu sebanyak T dalam jumlah yang terbatas. Semisal 
dengan sinyal kontinyu f(t) dimana terdapat N sample data dan diberikan 
notasi f[0], f[1], f[2], ... , f[k], ... , f[N-1]. Transformasi fourier dari sinyal 
f(t) seperti pada persamaan 2.7. 
𝐹(𝑗𝜔) =  ∫ 𝑓(𝑡)𝑒−𝑗𝜔𝑡𝑑𝑡
∞
−∞
 (Persamaan 2.7) 
Setiap sample (f[k]) dapat dianggap sinyal impulse dengan area sebesar 
f[k], kemudian integral hanya ada di titik sample, maka persamaan 
menjadi persamaan 2.8. 




= 𝑓[0]𝑒−𝑗0 + 𝑓[1]𝑒−𝑗𝜔𝑇 + ⋯ + 𝑓[𝑘]𝑒−𝑗𝜔𝑘𝑇 + ⋯ + 𝑓(𝑁
− 1)𝑒−𝑗𝜔(𝑁−1)𝑇 
 
Sehingga 𝐹(𝑗𝜔) =  ∑ 𝑓[𝑘]𝑒−𝑗𝜔𝑘𝑇𝑁−1𝑘=0  (Persamaan 2.8) 
 
 Pada prinsipnya, DFT dapat mengevaluasi data sebanyak N secara 
terus menerus seperti f(N) data hingga f(2N-1) atau f(0) hingga f(N-1). 
Contoh urutan periode dalam DFT seperti pada gambar dibawah. 
 
Gambar 2.5 a. Urutan Sample Sebanyak N = 10 dan b. Periode dalam 
DFT[7] 
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Dalam DFT memerlukan data yang dianggap periodik, maka dalam 
mengevaluasi data dengan DFT lebih mudah dengan menggunakan 
domain frekuensi dan harmonisanya. Untuk itu dalam menentukan set 
data dalam frekuensi domain (ω) maka dapat ditulis seperti persamaan 2.9 










 𝑥 𝑛, … 
2𝜋
𝑁𝑇
 𝑥 (𝑁 − 1) (Persamaan 2.9) 
Sehingga  




𝑘=0     (𝑛 = 0: 𝑁 − 1) (Persamaan 2.10) 
 
Dimana f[n] merupakan DFT dari urutan data sebanyak f[k]. Dari 
persamaan 8, maka DFT dapat dihitung menggunakan matriks seperti 
dibawah: 
 




 dan W = W2N dan seterusnya = 1. 
2.3.2 Fast Fourier Transform (FFT) 
Waktu yang dibutuhkan untuk mengevaluasi DFT pada komputer 
tergantung pada jumlah perkalian yang terlibat, karena ini adalah operasi 
paling lambat. Dengan DFT, nomor ini secara langsung terkait dengan n2 
(perkalian matriks vektor), di mana N adalah panjang transformasi. Untuk 
sebagian besar masalah, N dipilih untuk setidaknya 256 untuk 
mendapatkan perkiraan yang masuk akal untuk spektrum urutan yang 
dipertimbangkan - maka kecepatan komputasi menjadi pertimbangan 
utama.  
Algoritma komputer yang sangat efisien untuk mengestimasi 
Discrete Fourier Transforms telah dikembangkan sejak pertengahan tahun 
60-an. Ini dikenal sebagai algoritma Fast Fourier Transform (FFT) dan 
mereka bergantung pada fakta bahwa DFT standar melibatkan banyak 
perhitungan yang berlebihan seperti pada persamaan 2.11. 
 (Persamaan 2.11) 
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Mudah untuk menyadari bahwa nilai-nilai yang sama dari w 
dihitung berkali-kali sebagai hasil perhitungan. Pertama, produk integer 
nk mengulangi untuk kombinasi k dan n yang berbeda. kedua, W adalah 
fungsi periodik dengan hanya N nilai yang berbeda.   
2.4  Filter Analog 
Dalam pengolahan sinyal suara, filter dibutuhkan untuk 
menghilangkan frekuensi derau (noise). Filter analog digunakan untuk 
memfilter sinyal input analog menjadi sinyal output yang diinginkan. 
Filter yang ideal akan memiliki respon dengan penguatan 1 pada 
frekuensi yang di tunjuk (pass band) dan penguatan 0 pada frekuensi yang 
lain (stop band). Perubahan respon dari pass band menuju stopband 
disebut frekuensi cut-off. Dalam filter, terdapat 5 parameter yang 
digambarkan seperti pada Gambar 2.6.  
Pada Gambar 2.6, frekuensi cut-off (Fc) merupakan respon frekuensi 
yang difilter meninggalkan error band (untuk butterworth filter berada 
pada -3dB). Frekuensi stopband (Fs) merupakan frekuensi dimana 
atenuasi minimum pada stopband tercapai. Ripple pass band (Amax) 
merupakan variasi (error band) pada respon pass band. Atenuasi 
minimum pass band (Amin) didefinisikan sebagai sinyal atenuasi 
minimum dalam stop band. Kecuraman filter didefinisikan sebagai urutan 
(M) filter. M juga didefinisikan sebagai nilai pole pada fungsi transfer. 
Pole merupakan akar penyebut di transfer function. Sebaliknya, zero 
merupakan akar pembilang dari transfer function. [8] Jenis-jenis respon 
dari filter analog adalah sebagai berikut. 
 
Gambar 2.6 Parameter Filter [8] 
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2.4.1 Low Pass Filter (LPF) 
Filte LPF merupakan filter yang meloloskan sinyal dibawah 
frekuensi cut-off. Penggambaran respon dari LPF seperti pada Gambar 
2.7. Penguatan LPF adalah 1 yang turun sebanyak 0,707 atau -3dB sampai 
sudut frekuensi dan terus menerus turun selama frekuensi terus naik.  
 
Gambar 2.7 Respon Low Pass Filter[9] 
2.4.2 High Pass Filter (HPF) 
High pass filter merupakan kebalikan dari low pass filter, dimana 
akan melewatkan frekuensi diatas frekuensi cut-off. Respon dari HPF 
seperti pada Gambar 2.8. Penguatan HPF adalah 1 yang turun sebanyak 
0,707 atau -3dB sampai sudut frekuensi dan terus menerus turun selama 
frekuensi masukan semakin kecil. Sehingga selama frekuensi masukan 
dibawah frekuensi cut-off maka tidak akan dilewatkan oleh HPF. 
 
Gambar 2.8 Respon frekuensi High Pass Filter[9] 
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2.4.3 Band Pass Filter 
Band pass filter bekerja dengan meloloskan sinyal dengan frekuensi 
yang berada pada bandwidth (lebar bidang frekuensi) tertentu.  Pada 
Gambar 2.9 bandwidth didapat dari frekuensi cutoff bawah (lower cutoff 
frequency(ωc2)) – frekuensi cutoff atas (upper cutoff frequency (ωc1)). 
Sedangkan frekuensi ωo dimana amplitido tertinggi yang diloloskan 
disebut sebagai frekuensi tengah (centre frequency). Frekuensi yang 
diloloskan didefinisikan sebagai ωc1 ≤ ωo ≤ ωc2.[10] 
 
 
Gambar 2.9 Respon Frekuensi Band Pass Filter [11] 
2.4.4 Band Stop (Notch) Filter 
Band stop filter merupakan kebalikan dari band pass filter dimana 
filter ini meloloskan sinyal diluar frekuensi bandwith. Seperti pada 
Gambar 2.10, filter ini akan meloloskan sinyal dengan frekuensi di bawah 
f1 dan diatas f2. 
 
 
Gambar 2.10 Respon Frekuensi Band Stop Filter [12]  
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Jenis filter selain berdasarkan responnya, juga dapat dilihat 
berdasarkan ketajamannya. Jenis filter berdasarkan ketajamannya dibagi 
menjadi butterworth filter, chebyshev filter, bessel filter dan elliptic filter. 
Frekuensi respon dari ke-4 filter ini seperti pada Gambar 2.11. 
 
Gambar 2.11 Kurva Frekuensi Respon[13] 
2.4.5 Filter Butterworth 
Filter ini juga disebut sebagai flat filter. Kelas filter ini mendekati 
filter ideal dengan baik di frekuensi band pass. Filter Butterworth 
memiliki respons frekuensi amplitudo rata-rata datar hingga frekuensi 
cut-off. Ketajaman cut-off dapat dilihat pada Gambar 2.12. Perlu dicatat 
bahwa ketiga filter mencapai kemiringan roll-off -40 db / dekade pada 
frekuensi yang jauh lebih besar daripada cut-off. Meskipun filter 
Butterworth mencapai redaman paling tajam, pergeseran fasa mereka 
sebagai fungsi frekuensi adalah non-linear. Filter ini memiliki penurunan 
monoton dalam gain dengan frekuensi di wilayah cut-off dan respon datar 
maksimal di bawah frekuensi cut-off, seperti yang diilustrasikan pada 
Gambar 2.12. Filter Butterworth memiliki karakteristik di suatu tempat 
antara filter Chebyshev dan Bessel. Ini memiliki roll-off moderat dari rok 
dan respon fase yang kurang linear. 
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Gambar 2.12 Filter Butterworth dan Filter Chebyshev[13] 
2.4.6 Filter Chebyshev 
Ini juga disebut filter riak yang sama dengan filter Butterworth. 
Filter ini memberikan cut-off yang lebih tajam daripada filter Butterworth 
di passband. Filter Butterworth dan Chebyshev menunjukkan pergeseran 
fase yang besar di dekat frekuensi cut-off. Kelemahan filter Chebyshev 
adalah munculnya gain maksimum dan minimum di bawah frekuensi cut-
off. 
Karakteristik dari filter Chebyshev adalah semakin cepat roll-off, 
semakin besar puncak-ke-puncak riak di passband. Respon fase sangat 
non-linear di wilayah steady state. Penundaan yang tidak sama dari 
frekuensi data dalam passband menyebabkan distorsi pulsa yang parah 
dan dengan demikian meningkatkan kesalahan pada demodulator. Hal ini 
dapat diatasi dengan meningkatkan Bandwidth filter sehingga daerah fase 
diperpanjang. Filter Chebyshev digunakan di mana roll-off sangat tajam 
diperlukan. Namun, ini dicapai dengan mengorbankan riak keuntungan di 
frekuensi yang lebih rendah. 
2.4.7 Filter Bessel 
Filter Bessel memberikan karakteristik fase ideal dengan respons 
fase linier hingga frekuensi hampir terpotong. Meskipun memiliki respon 
fase yang sangat linier tetapi memiliki kemiringan respon yang cukup 
lembut, seperti yang ditunjukkan pada Gambar 2.13. Untuk aplikasi di 
mana karakteristik fase penting, filter Bessel biasa digunakan. Filter 
Bessel adalah adalah filter pergeseran fase minimal dengan karakteristik 




Gambar 2.13 Respon Frekuensi Filter Bessel[13] 
2.4.8 Filter Elliptic 
Filter ini memiliki roll-off paling tajam dari semua filter di wilayah 
transisi tetapi memiliki riak di daerah band pass dan stop band, seperti 
yang diilustrasikan pada Gambar 2.14. Filter elips dapat dirancang untuk 
memiliki atenuasi yang sangat tinggi untuk frekuensi tertentu di stop band 
dan mengurangi atenuasi untuk frekuensi lain di stop band. 
Namun, jika yang menjadi perhatian utama adalah meneruskan 
frekuensi yang jatuh dalam pita frekuensi tertentu dan memblokir 
frekuensi di luar pita frekuensi tersebut dan terlepas dari pergeseran fasa, 
maka respons eliptik akan melakukan fungsi itu dengan filter urutan yang 
terendah. 
 
Gambar 2.14 Respon Frekuensi Filter Elliptic[14] 
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2.5 Filter Digital 
Filter digital digunakan untuk memfilter sinyal digital yang 
dikarakterisasi dengan persamaan beda koefisien konstan linear orde ke-
N dan dikelompokkan menjadi filter Finite Impulse Response (FIR) dan 
filter Infinite Impulse Response (IIR). Sinyal digital merupakan sinyal 
analog yang telah di rubah menjadi sinyal diskrit atau sinyal dengan 
respon impuls.  
Filter digital adalah linear time invarian (LTI) dengan proses 
mencari respon impuls h(n) yang dapat diperoleh dengan melakukan 
transformasi z sehingga mendapatkan sistem H(z). Respon frekuensi H(z) 
diubah menjadi H(ejω) untuk menentukan jenis filter yang digunakan 
berupa LPF, HPF, BPF, atau BSF. Pengaplikasian filter digital seperti 
pada Gambar 2.15 dimana masukan analog x(t) diproses dengan ADC 
dengan sampling 1/T sehingga menjadi sinyal digital x(n). Selanjutnya 
sinyal x(n) di rubah dengan transformasi z menjadi X(z) dan di konvolusi 
dengan filter H(z) menghasilkan keluaran Y(z) yang dirubah menjadi 
y(n). Kemudian sinyal digital y(n) dirubah menjadi sinyal analog y(t) 
dengan DAC (Digital to Analog Converter). [6] 
Dalam filter digital, strukturnya merupakan cascade dan kombinasi 
paralel dari komponen yang mengandung orde 2 dan ditentukan dari 
persamaan beda, yaitu dalam domain waktu seperti pada persamaan 2.12 
dan persamaan 2.13. 
𝑦(𝑛) =  ∑ ℎ(𝑘)𝑥(𝑛 − 𝑘)∞𝑘=−∞  (Persamaan 2.12) 
Persamaan beda : 




𝑘=1  (Persamaan 2.13) 
  
 Filter digital dapat dikategorikan dalam 2 kategori, yaitu infinite 
impulse response (IIR) dan Finite impulse response (FIR). Filter IIR 
merupakan filter yang menghasilkan respon sinyal diskrit dengan durasi 
yang tak terhingga. Sedangkan filter FIR sama seperti filter IIR namun 
memiliki durasi yang terbatas.[15] 
 
Gambar 2.15 Blok Diagram Filter Analog Ekivalen [6] 
19 
2.6 Transformasi Z 
Transformasi Z merupakan suatu metode analisa sinyal diskrit 
sebagai transformasi laplace dalam analisa waktu kontinyu. Transformasi 
Z dalam sinyal diskrit didefinisikan sebagai deret pangkat seperti pada 
persamaan 2.14. 
X(z) = ∑ 𝑥(𝑛)𝑧−𝑛∞𝑛=−∞  (Persamaan 2.14) 
Dimana z adalah suatu variabel bilangan komplek z = rejΩ. Dalam 
penggambaran grafik, antara bilangan real dan imajiner, transformasi z 
digambarkan seperti Gambar 2.16. 
Seperti disebutkan sebelumnya, bahwa transformasi z merupakan 
deret pangkat yang nilainya tak berhingga, maka transformasi z hanya 
berlaku untuk nilai dengan deret konvergen. Daerah konvergensi dari 
masukan X(z) merupakan himpunan dari seluruh nilai z agar X(z) 
nantinya mencapai nilai yang tak hingga.[16] 
 
Gambar 2.16 Grafik Bilangan Real dan Imajiner dari Transformasi z 
2.7 Voice Recognition Module V3 [17] 
Dalam mengimplementasikan pengenalan suara pada tugas akhir 
ini, digunakan modul voice recognition dari Elechouse berbasis chip 
serial dan memory flash winbond W25Q16DV. Modul ini dapat 
mendukung 80 perintah suara, namun hanya dapat melaksanakan 7 
perintah suara yang dapat bekerja secara bersamaan dengan lebar tiap kata 
sebesar 1500ms. Perintah suara dalam modul ini akan disimpan dalam 1 
kelompok seperti sebuah library. Tiap 7 perintah suara dapat diimpor ke 
recognizer. Ini berarti ada 7 perintah yang aktif pada waktu yang 
bersamaan. Bentuk fisik dari voice recognition module v3 (VR3) ini 
seperti pada Gambar 2.17. 
Modul voice recognition ini dapat diberi supply tegangan sebesar 
4,5 volt hingga 5 volt dengan arus kurang dari 40 mA. Antarmuka digital 
dari modul ini dapat berupa 5 volt TTL UART (Universal Asynchronous 
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Receiver-Transmitter) dan GPIO (General Purposed Input - Output). 
Untuk antarmuka analognya adalah berupa microphone mono 3,5mm dan 
pin microphone interface. Ukuran modul ini lumayan kecil yaitu sebesar 
31mm x 50 mm dengan akurasi pengenalan kata sebesar 99% dalam 
keadaan ideal. 
Metode dalam menggunakan modul voice recognition ini ada 2, 
yaitu dengan library arduino dan dengan VR3 protokol. Untuk 
mengkoneksi modul ini dengan arduino adalah seperti Tabel 2.2 berikut. 
Tabel 2.2 Koneksi Arduino dan Modul VR3 
Arduino VR Modul 
5V 5V 
Pin 2 Tx 
Pin 3 Rx 
GND GND 
Dalam mentrain modul VR3 dengan arduino yaitu dengan membuka 
sketch vr_sample_train di arduino (File – Examples – 
VoiceRecognitionV3 – vr_sample_train) kemudian setting board arduino 
dan serial port sesuai board yang digunakan. Setelah itu klik tombol 
upload, tunggu hingga arduino telah selesai upload. Buka serial monitor 
dan atur baudrate sebesar 115200, atur set send dengan Newline atau Both 
NL & CR. Untuk men train modul VR3 ini dengan mengirim perintah 
sigtrain – nomor index – nama perintah. Untuk memeriksa suara yang 
telah di train kirim perintah load – nomor index.  
Selain dengan arduino, cara lain untuk memprogram modul VR3 
adalah dengan protokol VR3. Protokol VR3 diperuntukkan untuk 
memprogram modul VR3 selain menggunakan arduino, seperti pada 
tugas akhir ini yang menggunakan STM32. Semua perintah yang 
diberikan dengan protokol VR3 ini menggunakan format hexadesimal. 
 
Gambar 2.17 Voice Recognition Module V3 
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2.8 Mikrokontroler STM32 
Mikrokontroller adalah kontroller yang digunakan untuk mengatur 
jalannya sistem. Mikrokontroller sendiri terdiri dari CPU (Central 
Processing Unit), memori, I/O tertentu dan unit pendukung seperti 
Analog-to-Digital Converter (ADC) yang sudah terintegrasi di dalamnya. 
Pada tugas akhir ini menggunakan mikrokontroller STM32 yang dimana 
spesifikasi ADC, I2C (Inter-Integrated Circuit), PWM (Pulse Widht 
Modulation) yang jumlahnya cukup untuk pengambilan data maupun 
menggerakkan aktuator pada sistem. Pada tugas akhir ini akan digunakan 
mikrokontroller STM32F4 Discovery karena dapat digunakan untuk 
digital filter dan juga memiliki frekuensi clock yang lebih besar dibanding 
Arduino. Blok diagram perangkat keras dari STM32F4 seperti pada  
Gambar 2.18. 
STM32F4 Discovery merupakan mikrokontroler berbasis ARM 
Cortex M4 dan dapat digunakan untuk memproses transformasi fourier 
seperti DFT dan FFT serta dapat digunakan untuk memfilter sinyal berupa 
filter Finite Impulse Response (FIR) yang berkaitan dengan digital signal 
processing dengan lebih baik [18]. STM32F4 memiliki frekuensi clock 
mencapai 168 MHz dengan Flash memory mencapai 1 Mbytes dan 
SRAM mencapai 192+4 Kbytes termasuk 64 Kbytes CCM (core coupled 
memory) RAM data. Tegangan supply pada STM32 ini adalah sebesar 3,3 
volt dengan toleransi tegangan hingga 5 volt. Untuk port input dan output 
mencapai 140 pin. 
 
Gambar 2.18 Blok Diagram Mikrokontroller STM32[19] 
22 
2.9 Motor Servo 
Motor servo adalah motor DC yang dapat digunakan untuk 
mengatur posisi derajat secara tepat. Bagian dari motor servo terdiri dari 
motor DC, serangkaian gear, potensiometer dan rangkaian kontrol. 
Potensiometer digunakan untuk menentukan batas sudut putaran servo. 
Sedangkan sudut  dari sumbu servo diatur berdasarkan lebar pulsa yang 
masuk ke servo melalui kaki sinyal dari kabel motor. Kecepatan putaran 
dari motor servo juga diatur oleh rangkaian roda gigi.[20] 
Jenis motor servo berdasarkan putarannya ada 2, yaitu standard dan 
continous. Motor servo standard adalah motor servo yang berputar dari 0o 
hingga 180o dan biasa digunakan pada sistem robotika, seperti untuk 
membuat lengan robot. Sedangkan servo continous merupakan servo 
yang dapat berputar dari 0o hingga 360o dan biasa digunakan pada mobile 
robot. Bentuk Fisik dari motor servo dapat dilihat pada Gambar 2.19. 
Sistem kerja dari servo adalah dikendalikan oleh PWM (Pulse 
Width Modulation) dengan periode ±20ms (frekuensi 50 Hz) dengan lebar 
pulsa antara 1ms hingga 2ms untuk servo standard. Apabila motor servo 
diberikan pulsa dengan lebar sebesar 1 ms maka posisi yang dihasilkan 
sebesar 0o. Apabila motor servo diberikan pulsa dengan lebar sebesar 
1,5ms maka servo akan berputar 90o, sedangkan jika diberi pulsa dengan 
lebar 2ms maka posisi servo akan berubah ke 180o. Bentuk pulsa dan 
perputaran servo dapat dilihat pada Gambar 2.20. 
 
Gambar 2.19 Bentuk Fisik Motor Servo [21] 
 
Gambar 2.20 Lebar Pulsa PWM Motor Servo [21] 
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3 BAB III PERANCANGAN PURWARUPA RANJANG LIPAT 
PERANCANGAN PURWARUPA RANJANG LIPAT 
Pada bab ini akan dibahas mengenai perancangan dan pembuatan 
sistem perancangan pengenalan suara untuk posisi ranjang lipat yang  
meliputi blok fungsional sistem  yang akan menjelaskan proses kerja alat 
dalam bentuk alur diagram, perancangan mekanik yang membahas 
tentang desain dan pembuatan mekanik yang mendukung cara kerja alat, 
perancangan perangkat elektrik yang membahas perancangan rangkaian 
pendukung alat dan perancangan program.  
3.1 Blok Fungsional Sistem Purwarupa Ranjang Lipat 
Pada tugas akhir ini, diterapkan sistem pengenalan suara untuk 
mengatur posisi naik dan turun dari suatu purwarupa ranjang lipat agar 
mempermudah pasien yang tidak dapat menggerakkan tubuhnya dapat 
dengan mudah menggerakkan ranjangnya dengan perintah suara. Seperti 
yang dapat dilihat pada Gambar 3.1, sistem ini dimulai dari masukan 
suara dari pengguna yang ditangkap oleh mikrofon kemudian diproses 
oleh modul pengenalan suara. Apabila suara yang ditangkap oleh modul 
pengenalan suara sesuai dengan salah satu perintah suara pada fitur suara 
pengguna maka modul akan meneruskan ke mikrokontroler STM32 
sebagai kontrol posisi untuk diproses sesuai perintah suara yang 
diberikan. Kemudian dari mikrokontroler diproses untuk menggerakkan 
posisi servo motor sebagai eksekusi pada purwarupa ranjang lipat agar 
sesuai yang diperintahkan. 
 
Gambar 3.1 Blok Fungsional Sistem Pengaturan Posisi Ranjang Lipat 
3.2 Perancangan Mekanik Purwarupa Ranjang 
Perancangan mekanik dari ranjang lipat ini meliputi perancangan 
purwarupa ranjang yang terdiri dari motor servo serta ranjang itu sendiri 
dan peletakan rangkaian kontroler. Dalam perancangan mekanik ini 
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bertujuan agar purwarupa ini dapat digambarkan seperti ranjang lipat 
pada aslinya serta agar komponen dapat tertata dengan rapi dan efisien. 
Gambar perancangan mekanik sistem ini seperti ditunjukkan pada 
Gambar 3.2. Hasil dari implementasi alat seperti pada Gambar 3.3. Pada 
Gambar 3.3 (a) ditunjukkan tampilan ranjang lipat tampak dari atas. 
Sedangkan pada Gambar 3.3 (b) ditunjukkan posis dari purwarupa 
ranjang lipat dilihat pada posisi samping. Spesifikasi dari perangkat yang 
digunakan adalah seperti ditunjukan pada Tabel 3.1. 
 
 















Tabel 3.1 Spesifikasi Perangkat Sistem Purwarupa Ranjang Lipat 
Tipe Penggerak Ranjang Lipat Motor Servo MG995 
Variety Power DC Power 
Tegangan (Voltage) 6 Volt 
Operation Speed 0.16 s/600 
Temperature Range 00C – 550C 
Berat 55g 
Dimensi 40,7 x 19,7 x 42,9 mm 
Stall Torque 10 kgf..cm 




32-bit ARM Cortex®-M4 with 
FPU core 
Tegangan (Voltage) 3Volt atau 5 Volt DC 
Dimensi 66 mm x 97 mm 
Tipe Modul Pengenalan Suara Modul voice recognition V3 
Tegangan (Voltage) 4,5 – 5,5 volt 
Arus  < 40 mA 
Dimensi 31 mm x 50 mm 
Akurasi Pengenalan 99% (dibawah kondisi ideal) 
 
3.3 Perancangan Perangkat Elektrik Purwarupa Ranjang Lipat 
Perancangan perangkat elektrik meliputi wiring input dan output 
dari kontroler serta perancangan supply tegangan. 
3.3.1 Perancangan Sumber Tegangan 
Pada perancangan ini didesain supply untuk masukan tegangan pada 
STM32, Modul voice recognition dan motor servo. Untuk masukan pada 
STM32 dan modul voice recognition dengan tegangan masukan sebesar 
5 volt dan berasal dari baterai lipo 11,1 volt kemudian di masukkan ke 




Gambar 3.4 Koneksi Supply 5 volt 
 
Gambar 3.5 Koneksi Supply 9 volt 
Untuk masukan pada motor servo diberi tegangan sebesar 9 volt dari 
baterai lipo 11,1 volt yang dihubungkan dengan buck converter yang 
tegangannya diturunkan menjadi 9 volt. Gambar rangkaian supply 9 volt 
dapat dilihat pada Gambar 3.5. 
3.3.2 Perancangan Rangkaian Kontrol Ranjang Lipat 
Pada perancangan ini dirancang masukan STM32 dari modul voice 
recognition dan keluaran STM32 ke servo motor dan buzzer. Untuk 
wiring diagramnya dapat dilihat pada Gambar 3.6. Dimana Pin PA2, PA3, 
Gnd dan 5V terhubung dengan pin modul VR3. Sedangkan pin PA0 
terhubung ke pin data dari servo yang berfungsi untuk PWM pada servo 
motor. Sedangkan pin PA15 terhubung dengan buzzer. 
Untuk melakukan pembelajaran pada pasien baru, maka digunakan 
3 buah tombol yaitu tombol untuk pembelajaran kata “oke” yang 
diletakkan pada pin PE6. Sedangkan tombol untuk kata “naik” diletakkan 
pada pin PE5 dan untuk kata “turun” diletakkan pada pin PE4. Selain itu 
terdapat 2 buah tombol emergency dimana sebuah tombol untuk operator 
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yang membantu pasien untuk melakukan pembelajaran pada pasien baru 
dan  tombol lainnya untuk pasien tersebut. Untuk keterangan peletakan 
pin dan kegunaannya dapat dilihat pada Tabel 3.2. 
 
Gambar 3.6 Wiring Diagram STM32F4 dengan Masukan dan Keluaran 
Tabel 3.2 Koneksi Pin STM32F4 dengan Masukan dan Keluaran 
Pin 
STM32F4 




Pin Masukan / 
Keluaran 
NRST Emergency / Reset PD8 Pin D4 LCD 16x2  
PA0 Servo PD9 Pin D5 LCD 16x2  
PA2 Rx Modul VR3 PD10 Pin D6 LCD 16x2  
PA3 Tx Modul VR3 PD11 Pin D7 LCD 16x2  
PA15 Buzzer PE0 Pin RS LCD 16x2  
PB12 Pin D0 LCD 16x2  PE1 Pin E LCD 16x2  
PB13 Pin D1 LCD 16x2  PE4 Train Kata “Turun” 
PB14 Pin D2 LCD 16x2  PE5 Train kata “Naik” 
PB15 Pin D3 LCD 16x2  PE6 Traik Kata “oke” 
3.4 Perancangan Perangkat lunak Purwarupa Ranjang Lipat 
Perancangan perangkat lunak berupa perancangan algoritma 
program dari sistem pengenalan suara pada ranjang lipat. Diagram Alir 
dari algoritma pengatur posisi ranjang lipat seperti pada Gambar 3.7. 
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Dari diagram alir pada Gambar 3.7, pengguna dapat mengatur posisi 
ranjangnya dengan mengucapkan kata “naik” atau kata “turun”. Namun, 
terdapat inisialisasi kata yang harus diucapkan sebelum mengucapkan 
kata “naik” atau “turun” yaitu kata “oke”. Hal ini bertujuan agar tidak 
terjadi kesalahan saat pengguna menggunakan kata “naik” ataupun 














 oke  yang 
terdeteksi?
Apakah Kata 
































Gambar 3.7 Diagram Alir Sistem Pengatur Posisi Ranjang Lipat 
 
Pada program untuk menggerakkan ranjang dengan menggunakan 
STM32F4 dengan menuliskan kode program dengan aplikasi KEIL 
uVision 5 dengan pengaturan input / output (I/O) pada CubeMX. 
Pengaturan yang dilakukan adalah inisialisasi pin yang digunakan seperti 
pada Gambar 3.8. Pada pengaturan Input pin PA2 dan PA3 terkoneksi 
sebagai USART2 STM32F407 dengan pin PA2 sebagai Tx dan PA3 
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sebagai Rx. Sedangkan pada output pin PA0 sebagai output PWM 
dihubungkan dengan pin data motor servo, sedangkan pin PA15 
dihubungkan dengan buzzer. 
 
Gambar 3.8 Pengaturan Input dan Output Pada CubeMX 
Setelah itu melakukan pengaturan clock STM32F407 seperti pada  
Gambar 3.9. Clock STM32F4 yang digunakan untuk PWM dan koneksi 
USART2 seperti pada datasheet adalah terhubung dengan APB1. Pada 
APB1 diatur nilai clock sebesar 84 MHz dari PLLCLK dan HCLK diatur 
pada nilai maksimum sebesar 168MHz.  
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Gambar 3.9 Pengaturan Clock STM32F4 pada CubeMx 
Kemudian pada konfiigurasi, nilai clock pada PWM diturunkan lagi 
dengan mengatur nilai prescaler dan period. Karena Motor servo bekerja 
pada periode 20 ms atau 50 Hz maka dilakukan perhitungan seperti pada 
persamaan 3.2. 
𝐹 =  
𝑇𝐼𝑀_𝐶𝐿𝐾
(𝑝𝑟𝑒𝑠𝑐𝑎𝑙𝑒𝑟 + 1)𝑥(𝑝𝑒𝑟𝑖𝑜𝑑 + 1)
 
 (Persamaan 3.1) 
Nilai prescaler dapat diisi sebanyak 16 bit dari 0 hingga 65535. Untuk 
mendapatkan nilai 50 Hz, maka dihitung seperti pada persamaan 3.3.  
84𝑀𝐻𝑧
50𝐻𝑧
= 1680 𝐾𝐻𝑧 
 (Persamaan 3.2) 
Sehingga nilai prescaler diisi dengan 1680 dan pada periode diisi dengan 
1000 seperti pada Gambar 3.10. 
 
Gambar 3.10 Konfigurasi Timer 2 STM32F407 
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Pada program KEIL uVision 5, nilai PWM di atur setelah 
melakukan pengujian nilai minimum PWM agar posisi ranjang lipat 
bergerak sesuai dengan yang diinginkan. Pengaturan nilai PWM dihitung 
berdasarkan waktu pulse width yang diubah dengan nilai yang 
dimasukkan ke CCR1 sebagai PWM channel 1 STM32F4 yang dihitung 
seperti pada persamaan 3.4. 
𝐶𝐶𝑅1 =  
𝑃𝑢𝑙𝑠𝑒 𝑊𝑖𝑑𝑡ℎ 𝑥 1000
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 (Persamaan 3.3) 
Hasil Nilai yang diberikan pada CCR1 seperti pada bab 4. Untuk 
program dalam mengatur posisi ranjang lipat dapat dilihat pada Gambar 
3.11.  
 
Gambar 3.11 Program Sistem Pengaturan Posisi Ranjang Lipat 
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Pada program Gambar 3.11 STM32F4 megirimkan perintah pada 
modul VR3 untuk me load data rekognisi. Apabila pengguna mengatakan 
kata-kata dan kata tersebut dapat dikenali oleh modul VR3 maka modul 
VR3 mengirimkan data kata yang dikenali tersebut dalam bentuk data 
hexa. Kemudian pada STM32 data yang diterima tersebut dibandingkan 
dan apabila cocok maka akan disimpan pada salah satu variabel xx, yy 
atau zz. 
Pada program ini, nilai awal pada PWM servo adalah 80 dengan 
posisi servo lurus (ranjang sepenuhnya dalam posisi 0o). Kemudian untuk 
posisi berdiri maksimal pada ranjang berada pada posisi 55o atau nilai 
servo PWM sebesar 50.  
Cara kerja dari ranjang ini adalah membandingkan nilai PWM 
servo. Kemudian saat pengguna memberi perintah oke maka pengguna 
dapat memberikan perintah selanjutnya naik atau turun. Apabila 
pengguna hanya memberikan perintah naik atau turun tanpa perintah 
inisialisasi berupa kata oke, maka motor servo tidak akan bergerak.  
Pada perancangan ini, ditambahkan proses untuk memudahkan 
pengguna dalam melakukan pembelajaran modul VR3 dimana modul 
VR3 ini merupakan modul pengenalan suara yang hanya dapat mengenali 
perintah suara dari 1 orang. Perancangan dari proses pembelajaran 
sebagai prosedur dari adanya pasien baru dijelaskan pada subbab berikut. 
3.4.1 Prosedur Adanya Pasien Baru 
Karena modul voice recognition V3 hanya dapat mengenali perintah 
suara dari 1 orang. Maka agar dapat digunakan oleh pasien yang lain 
dibutuhkan pembelajaran untuk pasien baru. Untuk perancangan proses 
pembelajaran modul VR3 pada pasien baru ditambahkan beberapa tombol  
dan display LCD16x2 agar mudah dioperasikan oleh operator untuk 
membantu pasien tersebut dalam melakukan suatu pembelajaran seperti 
pada Error! Reference source not found..  
Seperti petunjuk pada datasheet bahwa untuk melakukan 
pembelajaran modul VR3 selain dengan arduino adalah dengan 
mengirimkan kode hexa dengan format : 
|AA|03+SIGLEN|21|Record|SIG|0A|    
Dimana : 
Record : nomer indeks suara disimpan 
SIG  : nama indeks 
SIGLEN : panjang nama indeks 
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Sehingga pada program STM32 ditambahkan kode program untuk 













Kirim Perintah train 










Kirim Perintah train 
kata turun di indeks 








Kirim Perintah train 


















Gambar 3.12 Flowchart Proses Pembelajaran Pasien Baru 
Pada program Keil uVision 5, inisialisasi penggunaan tombol dan 
display LCD16x2 dilihat pada Gambar 3.13. Pada Gambar 3.13, tombol 
untuk pembelajaran kata naik yang dihubungkan dengan pin pada 
STM32F4 adalah pada pin PE6, sedangkan tombol untuk pembelajaran 
untuk kata naik dan turun dihubungkan dengan pin PE5 dan PE4. Untuk 
display LCD 16x2, pin RS dan E dihubungkan dengan pin PE0 dan PE1, 
untuk pin D0 hingga D3 dihubungkan dengan pin PB12 hingga PB15, 




Gambar 3.13 Inisialisasi Pin Tombol dan Display Untuk Pembelajaran 
Pada STM32F4 
Pada program Keil uVision 5, dibuat fungsi untuk pembelajaran tiap 
kata yang diberikan pada indeks mulai 0 hingga 2 dimana kata oke 
diberikan ke indeks 0, kata naik diberikan ke indeks 1, dan kata turun 
diberikan ke indeks 2. Fungsi program untuk pembelajaran kata naik 




Gambar 3.14 Program Fungsi untuk Pembelajaran Kata Oke  
Terdapat 4 buah tombol pada perancangan prosedur pembelajaran 
modul VR3 pada pasien, yaitu tombol untuk pembelajaran kata oke, naik 
dan turun serta tombol reset seperti pada Gambar 3.15. 
 
 
Gambar 3.15 Tombol yang Digunakan untuk Proses Pembelajaran Modul 
VR3 
 
Reset Oke Naik Turun 
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Ketika terdapat pasien baru, prosedur untuk pembelajaran perangkat 
keras ranjang lipat adalah sebagai berikut. 
1. Tekan tombol berwarna putih untuk melakukan pembelajaran kata 
“oke” dan tunggu hingga sekitar 3 detik. 
2. Apabila telah siap akan muncul indikasi pada display “train kata 
oke” seperti Gambar 3.16 
 
Gambar 3.16 Display yang Menunjukkan Kata “Oke” Siap Dilatih oleh 
perangkat 
3. Pengguna dapat mengatakan kata oke saat display menunjukkan 
kalimat “speak now” seperti pada Gambar 3.17.  
 
Gambar 3.17 Display yang Menunjukkan Pasien untuk Mengatakan kata 
“Oke”  
4. Kemudian ulangi mengatakan kata “oke” saat display menunjukkan 
kalimat “speak again” seperti pada Gambar 3.18 
 
Gambar 3.18 Display yang Menunjukkan Pasien untuk Mengulangi 
Mengatakan kata “Oke” 
5. Ulangi langkah 3 dan 4 hingga display menunjukkan kalimat 
“success!!!” seperti pada Gambar 3.19 
 
Gambar 3.19 Display yang Menunjukkan Pelatihan Selesai Dilakukan 
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Selanjutnya adalah melakukan pembelajaran kata “naik” dengan 
cara menekan tombol kuning seperti langkah nomer 1 hingga, begitu pula 
untuk pembelajaran kata “turun”. Setelah pembelajaran ketiga kata 
tersebut selesai dilakukan, maka perangkat ranjang lipat siap digunakan 
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4 BAB IV PENGUJIAN PERANGKAT KERAS MINIATUR RANJANG LIPAT 
PENGUJIAN PERANGKAT KERAS MINIATUR 
RANJANG LIPAT 
Pada bab ini akan dibahas mengenai pengujian sistem dari 
purwarupa ranjang lipat berupa pengujian perangkat keras per bloknya 
yaitu dari supply tegangan, pengambilan data sinyal suara yang telah di 
pembelajaran, pengujian motor servo serta pengujian keseluruhan sistem.  
4.1 Pengujian Modul Voice Recognition V3 
Pada pengujian modul VR3 dilakukan kepada 5 orang koresponden 
wanita berumur sekitar 20 tahunan. Koresponden ini akan melakukan 
rekognisi kata “siap”, “naik” dan “turun” pada modul VR3. Pengujian 
dilakukan dengan saat pengguna menggunakan ranjang lipat dimana saat 
pengguna menggunakan ranjang tersebut dapat bergerak atau tidak. Hasil 
yang didapat ditunjukkan pada Tabel 4.1.  
Tabel 4.1 Hasil Pengujian Rekognisi Modul VR3 
Nama 



















Oke - - 
- Naik  - 
Oke Naik - 
Oke Naik - 
- Naik - 
Oke Naik - 
Oke Naik - 
Oke Naik - 







- - - 
- - - 
40 
Nama 













- Naik - 
Oke Naik - 
Oke - Turun 
- - Turun 
Oke Naik Turun 
Oke Naik - 







Oke Naik Turun 
Oke Naik Turun 
Oke Naik Turun 
Oke Naik Turun 
Oke Naik Turun 
Oke Naik Turun 
Oke Naik Turun 
Oke Naik Turun 







Oke - - 
Oke - - 
Oke Naik Turun 
- Naik Turun 
Oke Naik Turun 
Oke Naik Turun 
Oke Naik Turun 
Oke - Turun 
Oke - Turun 
41 
Nama 



















Oke Naik - 
Oke Naik Turun 
Oke Naik Turun 
Oke Naik Turun 
Oke Naik Turun 
Oke Naik Turun 
Oke Naik Turun 
Oke Naik Turun 





80 % 76 % 60% 





Data hasil pengujian rekognisi  disajikan dalam diagram batang dan 
diagram lingkaran. Diagram batang pada Gambar 4.1 menunjukkan data 
korespondensi yang suaranya berhasil direkognisi. Sedangkan pada 
diagram lingkaran Gambar 4.2 ditunjukkan persentase keberhasilan tiap 
kata yang diucapkan oleh korespondensi. Data Selengkapnya dari 
korespondensi yang melakukan rekognisi dapat dilihat pada lampiran. 
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Gambar 4.1 Diagram Batang Hasil Rekognisi Modul VR3 
 









Data Pengujian Rekognisi Modul 
VR3







4.1.1 Data Respon Suara 
Pada pengujian tingkat keberhasilan rekognisi didapatkan rata-rata 
tingkat keberhasilan sebesar 72%. Dari data tersebut, dilakukan uji coba 
dengan merekam suara dari pengguna dan suara koresponden yang 
berhasil di rekognisi oleh modul VR3 dan suara koresponden yang tidak 
berhasil dikenali. Kemudian di tampilkan dalam grafik dengan aplikasi 
MATLAB dari respon magnitudo dan fasa dari sinyal suara yang telah di 
FFT. Hasil FFT sinyal suara dari kata naik ditampilkan pada grafik 
Gambar 4.3 hingga Gambar 4.5 dibawah. 
 
Gambar 4.3 Respon Suara yang Dijadikan Pembelajaran 
 
Gambar 4.4 Suara Penguji yang Berhasil Terekognisi 
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Gambar 4.5 Respon Suara Penguji yang Tidak Berhasil Terekognisi 
Dari hasil FFT ini, didapatkan bahwa modul VR3 dapat mengenali 
kata dengan nada suara yang sama. Dimana frekuensi dan magnitudo dari 
FFT yang ditampilkan memiliki grafik yang sama. 
4.2 Hasil Pengujian Pembelajaran Pasien Baru 
Pengujian pembelajaran pasien baru dilakukan untuk menguji 
berapa kali maksimal pasien dapat mengulang kata yang sama dalam satu 
kali tombol ditekan. Hasil dari pengujian ditampilkan pada tabel. Dari 
hasil pengujian didapatkan bahwa pembelajaran modul VR dengan 
menggunakan STM32F4 untuk pembelajaran pasien baru tidak dapat 
hanya sekali dalam mengulang perkataan. 
Tabel 4.2 Pengujian Pembelajaran Pasien Baru 
Nama 
Banyaknya Pengulangan 
Oke Naik Turun 
Umi 2 3 2 
Winda 3 2 5 
Gita 4 5 5 
Tika 6 6 6 




4.3 Pengujian Motor Servo 
Pengujian motor servo dilakukan untuk mendapatkan nilai sudut 
untuk penggerak ranjang lipat. Pengujian dilakukan dengan memberikan 
masukan berupa pulsa dengan periode 20 milidetik dan lebar pulsa yang 
diubah-ubah untuk mendapatkan sudut yang tepat seperti pada Gambar 
2.20. Cara pengujian motor servo adalah dengan memberikan masukan 
PWM (Pulse Width Modulation) dari STM32 ke pin masukan pulsa motor 
servo. 
Sudut perubahan derajat pada motor servo yang diuji hanyalah dari 
sudut 0o dan 45o diukur dari penempatan motor servo pada purwarupa 
ranjang lipat. Untuk ukuran sudut yang sebenarnya pada motor servo 
adalah dari 0,3 milidetik yang merupakan sudut 0o dan 3 milidetik adalah 
pada sudut 180o. Hasil pengujian sudut motor servo seperti pada Tabel 
4.3. 
Tabel 4.3 Hasil Pengujian Motor Servo 
Sudut (derajat) Lebar Pulsa (milidetik) 
0 1,6 
45 1,1 
Dari tabel diatas diketahui pada sudut 0o lebar pulsa PWM adalah 
1,6 milidetik, sedangkan saat 45o lebar pulsa adalah sebesar 1,1 milidetik. 
Sehingga dapat disimpulkan bahwa peletakan motor servo dengan sudut 
yang sebenarnya adalah dari 180o ke 0o. Karena semakin besar sudut 
motor servo, lebar pulsa semakin kecil. 
Untuk dapat mengetahui waktu yang dibutuhkan motor servo 
bergerak dari posisi 0o menuju ke 300  dan dari posisi 30o ke sekitar 600  
dihitung mulai kata naik terdeteksi didapatkan hasil seperti Tabel 4.4. 
Tabel 4.4 Pengukuran Waktu untuk Pergerakan Motor Servo 
Sudut (derajat) Waktu yang Dibutuhkan (detik) 
00 ke 300 5 
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5 BAB V PENUTUP 
PENUTUP 
5.1 Kesimpulan 
Dari perancangan purwarupa ranjang lipat sistem pengenalan suara 
sebagai pengatur posisi ranjang lipat menggunakan mikrokontroler 
STM32F407VG dan modul voice recognition v3 (VR3) didapatkan hasil 
bahwa modul VR3 memiliki kemampuan dalam merekognisi perintah 
suara sebesar 72%. Dalam proses pembelajaran modul VR3 didapatkan 
percobaan dalam satu kata sekali pembelajaran adalah sebanyak 
maksimal 10x percobaan. 
Untuk pergerakan dari aktuator berupa motor servo didapatkan 
bahwa besar beban mempengaruhi sudut motor servo. Sehingga 
pengujian harus dilakukan ketika diberikan beban agar posisi motor servo 
sesuai yang diinginkan. Dari perancangan pergerakan posisi ranjang dari 
00 dimana posisi ranjang adalah horizontal lurus menuju posisi 30o 
membutuhkan waktu selama 5 detik.   
5.2 Saran 
Saran untuk penelitian selanjutnya, sebaiknya diberi filter analog 
yang sesuai agar sistem pengenalan suara lebih akurat. Sehingga 
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7 LAMPIRAN A 




  * @file           : main.c 
  * @brief          : Main program body 
  
********************************************************** 
  ** This notice applies to any and all portions of this file 
  * that are not between comment pairs USER CODE BEGIN and 
  * USER CODE END. Other portions of this file, whether  
  * inserted by the user or by software development tools 
  * are owned by their respective copyright owners. 
  * 
  * COPYRIGHT(c) 2018 STMicroelectronics 
  * 
  * Redistribution and use in source and binary forms, with or without 
modification, 
  * are permitted provided that the following conditions are met: 
  *   1. Redistributions of source code must retain the above copyright 
notice, 
  *      this list of conditions and the following disclaimer. 
  *   2. Redistributions in binary form must reproduce the above copyright 
notice, 
  *      this list of conditions and the following disclaimer in the 
documentation 
  *      and/or other materials provided with the distribution. 
  *   3. Neither the name of STMicroelectronics nor the names of its 
contributors 
  *      may be used to endorse or promote products derived from this 
software 
  *      without specific prior written permission. 
  * 
  * THIS SOFTWARE IS PROVIDED BY THE COPYRIGHT 
HOLDERS AND CONTRIBUTORS "AS IS" 
  * AND ANY EXPRESS OR IMPLIED WARRANTIES, INCLUDING, 
BUT NOT LIMITED TO, THE 
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  * IMPLIED WARRANTIES OF MERCHANTABILITY AND 
FITNESS FOR A PARTICULAR PURPOSE ARE 
  * DISCLAIMED. IN NO EVENT SHALL THE COPYRIGHT 
HOLDER OR CONTRIBUTORS BE LIABLE 
  * FOR ANY DIRECT, INDIRECT, INCIDENTAL, SPECIAL, 
EXEMPLARY, OR CONSEQUENTIAL 
  * DAMAGES (INCLUDING, BUT NOT LIMITED TO, 
PROCUREMENT OF SUBSTITUTE GOODS OR 
  * SERVICES; LOSS OF USE, DATA, OR PROFITS; OR BUSINESS 
INTERRUPTION) HOWEVER 
  * CAUSED AND ON ANY THEORY OF LIABILITY, WHETHER IN 
CONTRACT, STRICT LIABILITY, 
  * OR TORT (INCLUDING NEGLIGENCE OR OTHERWISE) 
ARISING IN ANY WAY OUT OF THE USE 
  * OF THIS SOFTWARE, EVEN IF ADVISED OF THE POSSIBILITY 
OF SUCH DAMAGE. 
  * 
  ********************************************************* 
  */ 




/* USER CODE BEGIN Includes */ 
#include "STM_MY_LCD16X2.h" 
#include <string.h> 
/* USER CODE END Includes */ 
 





/* USER CODE BEGIN PV */ 
/* Private variables ---------------------------------------------------------*/ 
 
/* USER CODE END PV */ 
 
/* Private function prototypes -----------------------------------------------*/ 
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void SystemClock_Config(void); 
static void MX_GPIO_Init(void); 
static void MX_USART2_UART_Init(void); 
static void MX_TIM2_Init(void);                                     
void HAL_TIM_MspPostInit(TIM_HandleTypeDef *htim); 
                                 
 
/* USER CODE BEGIN PFP */ 








 #define PUTCHAR_PROTOTYPE int __io_putchar(int ch) 
#else  





 HAL_UART_Transmit(&huart2, (uint8_t *)&ch,1,0xFFFF); 
 return ch; 
} 
/* USER CODE END PFP */ 
 

























/* USER CODE END 0 */ 
 
/** 
  * @brief  The application entry point. 
  * 
  * @retval None 
  */ 
int main(void) 
{ 
  /* USER CODE BEGIN 1 */ 
  
 GPIO_PinState train; 
 GPIO_PinState train2; 






























 //data turun 
 turun[0] = 0xAA; 
 turun[1] = 0x0C; 
 turun[2] = 0x0D; 
 turun[3] = 0x00; 
 turun[4] = 0xFF; 
 turun[5] = 0x02; 
 turun[6] = 0x02; 
 turun[7] = 0x05; 
 turun[8] = 0x74; 
 turun[9] = 0x75; 
 turun[10] = 0x72; 
 turun[11] = 0x75; 
 turun[12] = 0x6E; 
 turun[13] = 0x0A; 
  
















 //data naik2 
 naik2[0] = 0xAA; 
 naik2[1] = 0x0C; 
 naik2[2] = 0x0D; 
 naik2[3] = 0x00; 
 naik2[4] = 0xFF; 
 naik2[5] = 0x04; 
 naik2[6] = 0x04; 
 naik2[7] = 0x05; 
 naik2[8] = 0x6E; 
 naik2[9] = 0x61; 
 naik2[10] = 0x69; 
 naik2[11] = 0x6B; 
 naik2[12] = 0x32; 
 naik2[13] = 0x0A; 
  
 naik3[0] = 0xAA; 
 naik3[1] = 0x0C; 
 naik3[2] = 0x0D; 
 naik3[3] = 0x00; 
 naik3[4] = 0xFF; 
 naik3[5] = 0x06; 
 naik3[6] = 0x06; 
 naik3[7] = 0x05; 
 naik3[8] = 0x6E; 
 naik3[9] = 0x61; 
 naik3[10] = 0x69; 
 naik3[11] = 0x6B; 
 naik3[12] = 0x33; 
 naik3[13] = 0x0A; 
 //data turun2 
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 turun2[0] = 0xAA; 
 turun2[1] = 0x0D; 
 turun2[2] = 0x0D; 
 turun2[3] = 0x00; 
 turun2[4] = 0xFF; 
 turun2[5] = 0x05; 
 turun2[6] = 0x05; 
 turun2[7] = 0x06; 
 turun2[8] = 0x74; 
 turun2[9] = 0x75; 
 turun2[10] = 0x72; 
 turun2[11] = 0x75; 
 turun2[12] = 0x6E; 
 turun2[13] = 0x32; 
 turun2[14] = 0x0A; 
  
 speaknow[1] = 0x0D; 
  
 speakagain[1] = 0x0F; 
  
 success[1] = 0x65; 
  
  rBuf[0]=0; 
  rBuf[1]=0; 
  rBuf[2]=0; 
  rBuf[3]=0; 
  rBuf[4]=0; 
  rBuf[5]=0; 
  rBuf[6]=0; 
  rBuf[7]=0; 
  rBuf[8]=0; 
  rBuf[9]=0; 
  rBuf[10]=0; 
  rBuf[11]=0; 
  rBuf[12]=0; 
  rBuf[13]=0; 
  rBuf[14]=0; 
  /* USER CODE END 1 */ 
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  /* MCU Configuration----------------------------------------------------------
*/ 
 
  /* Reset of all peripherals, Initializes the Flash interface and the Systick. 
*/ 
  HAL_Init(); 
 
  /* USER CODE BEGIN Init */ 
 
  /* USER CODE END Init */ 
 
  /* Configure the system clock */ 
  SystemClock_Config(); 
 
  /* USER CODE BEGIN SysInit */ 
 
  /* USER CODE END SysInit */ 
 
  /* Initialize all configured peripherals */ 
  MX_GPIO_Init(); 
  MX_USART2_UART_Init(); 
  MX_TIM2_Init(); 







  /* USER CODE END 2 */ 
 
  /* Infinite loop */ 
  /* USER CODE BEGIN WHILE */ 
  while (1) 
  { LCD1602_clear(); 
  rBuf[0]=0; 
  rBuf[1]=0; 
  rBuf[2]=0; 
  rBuf[3]=0; 
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  rBuf[4]=0; 
  rBuf[5]=0; 
  rBuf[6]=0; 
  rBuf[7]=0; 
  rBuf[8]=0; 
  rBuf[9]=0; 
  rBuf[10]=0; 
  rBuf[11]=0; 
  rBuf[12]=0; 
  rBuf[13]=0; 
  rBuf[14]=0; 
  zz=0; 
  yy=0; 
  ss1=0; 
  ss2=0; 
  ss3 = 0; 
  //HAL_UART_Receive(&huart2, rBuf, sizeof(rBuf), 
1000); 
   
   
  train = HAL_GPIO_ReadPin(GPIOE,GPIO_PIN_6); 
  train2 = HAL_GPIO_ReadPin(GPIOE,GPIO_PIN_5); 
  train3 = HAL_GPIO_ReadPin(GPIOE,GPIO_PIN_4); 
  push1=train; 
  push2=train2; 
  push3=train3; 
  if (push1 == 0){ 
   LCD1602_print("Train Kata Oke"); 
  trainoke(); 
   HAL_Delay(100);    
  while(1){ 
  HAL_UART_Receive(&huart2, rBuf, sizeof(rBuf), 
1000); 
  for (int i = 1;i<3;i++) { 
  if (rBuf[i] == speaknow[i]){ 
  ss1=ss1+1; 
  } 
  else if (rBuf[i] == speakagain[i]){ 
  ss2=ss2+1; 
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  } 
  else if (rBuf[i] == success[i]){ 
  ss3=ss3+1; 
  } 
  else if (rBuf[i] == success[i]){ 
   ss3 = ss3+1;} 
  } 
   
  if (ss1==1){ 
   LCD1602_2ndLine(); 
   LCD1602_print("Speak Now  "); 
   ss1=0; 
  } 
  else if (ss2==1){ 
   LCD1602_2ndLine(); 
   LCD1602_print("Speak Again"); 
   ss2=0; 
  } 
  else if (ss3==1){ 
   LCD1602_2ndLine(); 
   LCD1602_print("Success!!!!!"); 
   ss3=0; 
   HAL_Delay(1000); 
   LCD1602_clear(); 
   break; 
  } 
  } 
  } 
   
  else if (push2 == 0){ 
   LCD1602_print("Train Kata Naik"); 
  trainnaik(); 
   HAL_Delay(100);    
  while(1){ 
  HAL_UART_Receive(&huart2, rBuf, sizeof(rBuf), 
1000); 
  for (int i = 0;i<3;i++) { 
  if (rBuf[i] == speaknow[i]){ 
  ss1=ss1+1; 
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  } 
  else if (rBuf[i] == speakagain[i]){ 
  ss2=ss2+1; 
  }} 
  if (ss1==1){ 
   LCD1602_2ndLine(); 
   LCD1602_print("Speak Now  "); 
   ss1=0; 
  } 
  else if (ss2==1){ 
   LCD1602_2ndLine(); 
   LCD1602_print("Speak Again"); 
   ss2=0; 
  } 
  else if (ss3==1){ 
   LCD1602_2ndLine(); 
   LCD1602_print("Success!!!!!"); 
   ss3=0; 
   HAL_Delay(1000); 
   LCD1602_clear(); 
   break; 
  }} 
  } 
     
  else if (push3 == 0){ 
  LCD1602_print("Train Kata Turun"); 
  trainturun(); 
   HAL_Delay(100);    
  while(1){ 
  HAL_UART_Receive(&huart2, rBuf, sizeof(rBuf), 
1000); 
  for (int i = 1;i<2;i++) { 
  if (rBuf[i] == speaknow[i]){ 
  ss1=ss1+1; 
  } 
  else if (rBuf[i] == speakagain[i]){ 
  ss2=ss2+1; 
  }} 
  if (ss1==1){ 
64 
   LCD1602_2ndLine(); 
   LCD1602_print("Speak Now  "); 
   ss1=0; 
  } 
  else if (ss2==1){ 
   LCD1602_2ndLine(); 
   LCD1602_print("Speak Again"); 
   ss2=0; 
  } 
  else if (ss3==1){ 
   LCD1602_2ndLine(); 
   LCD1602_print("Success!!!!!"); 
   ss3=0; 
   HAL_Delay(1000); 
   LCD1602_clear(); 
   break; 
  }} 
  } 
   load(); 
  buzz(); 
    LCD1602_clear(); 
    LCD1602_print("Siap"); 
       LCD1602_2ndLine(); 
   LCD1602_print("Dipakai"); 
  
 HAL_TIM_PWM_Start(&htim2,TIM_CHANNEL_1); 
   TIM2->CCR1 = 80; 
   int xawal = 80; 
   int x; 
   status = 0; 
    
   while(1){ 
  train = HAL_GPIO_ReadPin(GPIOE,GPIO_PIN_6); 
  train2 = HAL_GPIO_ReadPin(GPIOE,GPIO_PIN_5); 
  train3 = HAL_GPIO_ReadPin(GPIOE,GPIO_PIN_4); 
  push1=train; 
  push2=train2; 
  push3=train3; 
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      if (push1 == 0 || 
push2 == 0 || push3 == 0){ 
      break;} 
  zz=0; 
  yy=0; 
  xx = 0; 
 HAL_UART_Receive(&huart2, rBuf, sizeof(rBuf), 1000);  
 for (int i = 0;i<12;i++){ 
  if(rBuf[i]==oke[i] || rBuf[i]==oke2[i]){ 
   xx=xx+1; 
  } 
  else if(rBuf[i]==naik[i] || rBuf[i]==naik2[i] || 
rBuf[i]==naik3[i]){ 
   zz=zz+1; 
     buzz(); 
  }   
  else if(rBuf[i]==turun[i] || rBuf[i]==turun2[i]){ 
  yy=yy+1; 
    buzz(); 




 status = 1; 
   buzz(); 
} 
 
if(xawal >= 40 && xawal <= 80){ 
 if (zz>4 && status == 1){ 
  for(x=xawal;x>=xawal-20;x--){ 
 
   TIM2->CCR1=x; //0 
   status = RESET; 
   HAL_Delay(100); 
  } 
  xawal = x; 
  HAL_Delay(100); 
 }} 
 if(xawal < 80){ 
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  if (yy>4 && status == 1){ 
  for(x=xawal;x<=xawal+20;x++){ 
 
   TIM2->CCR1=x; //0 
   status = RESET; 
   HAL_Delay(100); 
  } 
 xawal = x; 
 HAL_Delay(100);   
 }} 
   } 
   
    //HAL_UART_Receive(&huart2, rBuf, sizeof(rBuf), 1000); 
  /* USER CODE END WHILE */ 
 
  /* USER CODE BEGIN 3 */ 
 
  } 















 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x06; 




 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x00; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x6F; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x6B; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x65; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x0A; 







 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x07; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x21; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x01; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x6E; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x61; 




 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x6B; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x0A; 







 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x08; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x21; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x02; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x74; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x75; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x72; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x75; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x6E; 










 uint8_t pData[1]; 
 pData[0]=0xAA; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x02; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10);  
 pData[0]=0x31; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10);  
 pData[0]=0x0A; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10); 
 HAL_Delay(1000); 
 pData[0]=0xAA; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x03; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10);  
 pData[0]=0x30; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x00; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10);  
 pData[0]=0x0A; 








 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10);  
 pData[0]=0x30; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x01; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10);  
 pData[0]=0x0A; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10); 
 HAL_Delay(1000); 
  
  //load index 2 
 pData[0]=0xAA; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x03; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10);  
 pData[0]=0x30; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x02; //yg diganti 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10);  
 pData[0]=0x0A; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10); 
 HAL_Delay(1000);  
 //============================================ 
 //load index 3 
 pData[0]=0xAA; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x03; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10);  
 pData[0]=0x30; 
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 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x03; //yg diganti 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10);  
 pData[0]=0x0A; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10); 
 HAL_Delay(1000); 
 //============================================ 
 //load index 4 
 pData[0]=0xAA; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x03; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10);  
 pData[0]=0x30; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x04; //yg diganti 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10);  
 pData[0]=0x0A; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10); 
 HAL_Delay(1000); 
 //============================================ 
 //load index 5 
 pData[0]=0xAA; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x03; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10);  
 pData[0]=0x30; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x05; //yg diganti 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10);  
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 pData[0]=0x0A; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10); 
 HAL_Delay(1000); 
  //load index 6 
 pData[0]=0xAA; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x03; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10);  
 pData[0]=0x30; 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10); 
 pData[0]=0x06; //yg diganti 
 HAL_UART_Transmit(&huart2,pData, sizeof(pData),10);  
 HAL_Delay(10);  
 pData[0]=0x0A; 




  * @brief System Clock Configuration 
  * @retval None 




  RCC_OscInitTypeDef RCC_OscInitStruct; 
  RCC_ClkInitTypeDef RCC_ClkInitStruct; 
 
    /**Configure the main internal regulator output voltage  
    */ 






    /**Initializes the CPU, AHB and APB busses clocks  
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    */ 
  RCC_OscInitStruct.OscillatorType = RCC_OSCILLATORTYPE_HSI; 
  RCC_OscInitStruct.HSIState = RCC_HSI_ON; 
  RCC_OscInitStruct.HSICalibrationValue = 16; 
  RCC_OscInitStruct.PLL.PLLState = RCC_PLL_ON; 
  RCC_OscInitStruct.PLL.PLLSource = RCC_PLLSOURCE_HSI; 
  RCC_OscInitStruct.PLL.PLLM = 8; 
  RCC_OscInitStruct.PLL.PLLN = 168; 
  RCC_OscInitStruct.PLL.PLLP = RCC_PLLP_DIV2; 
  RCC_OscInitStruct.PLL.PLLQ = 4; 
  if (HAL_RCC_OscConfig(&RCC_OscInitStruct) != HAL_OK) 
  { 
    _Error_Handler(__FILE__, __LINE__); 
  } 
 
    /**Initializes the CPU, AHB and APB busses clocks  
    */ 
  RCC_ClkInitStruct.ClockType = 
RCC_CLOCKTYPE_HCLK|RCC_CLOCKTYPE_SYSCLK 
                              
|RCC_CLOCKTYPE_PCLK1|RCC_CLOCKTYPE_PCLK2; 
  RCC_ClkInitStruct.SYSCLKSource = 
RCC_SYSCLKSOURCE_PLLCLK; 
  RCC_ClkInitStruct.AHBCLKDivider = RCC_SYSCLK_DIV1; 
  RCC_ClkInitStruct.APB1CLKDivider = RCC_HCLK_DIV4; 
  RCC_ClkInitStruct.APB2CLKDivider = RCC_HCLK_DIV2; 
 
  if (HAL_RCC_ClockConfig(&RCC_ClkInitStruct, 
FLASH_LATENCY_5) != HAL_OK) 
  { 
    _Error_Handler(__FILE__, __LINE__); 
  } 
 
    /**Configure the Systick interrupt time  
    */ 
  HAL_SYSTICK_Config(HAL_RCC_GetHCLKFreq()/1000); 
 
    /**Configure the Systick  






  /* SysTick_IRQn interrupt configuration */ 
  HAL_NVIC_SetPriority(SysTick_IRQn, 0, 0); 
} 
 
/* TIM2 init function */ 
static void MX_TIM2_Init(void) 
{ 
 
  TIM_MasterConfigTypeDef sMasterConfig; 
  TIM_OC_InitTypeDef sConfigOC; 
 
  htim2.Instance = TIM2; 
  htim2.Init.Prescaler = 1680; 
  htim2.Init.CounterMode = TIM_COUNTERMODE_UP; 
  htim2.Init.Period = 1000; 
  htim2.Init.ClockDivision = TIM_CLOCKDIVISION_DIV1; 
  if (HAL_TIM_PWM_Init(&htim2) != HAL_OK) 
  { 
    _Error_Handler(__FILE__, __LINE__); 
  } 
 
  sMasterConfig.MasterOutputTrigger = TIM_TRGO_RESET; 
  sMasterConfig.MasterSlaveMode = 
TIM_MASTERSLAVEMODE_DISABLE; 
  if (HAL_TIMEx_MasterConfigSynchronization(&htim2, 
&sMasterConfig) != HAL_OK) 
  { 
    _Error_Handler(__FILE__, __LINE__); 
  } 
 
  sConfigOC.OCMode = TIM_OCMODE_PWM1; 
  sConfigOC.Pulse = 0; 
  sConfigOC.OCPolarity = TIM_OCPOLARITY_HIGH; 
  sConfigOC.OCFastMode = TIM_OCFAST_DISABLE; 
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  if (HAL_TIM_PWM_ConfigChannel(&htim2, &sConfigOC, 
TIM_CHANNEL_1) != HAL_OK) 
  { 
    _Error_Handler(__FILE__, __LINE__); 
  } 
 




/* USART2 init function */ 
static void MX_USART2_UART_Init(void) 
{ 
 
  huart2.Instance = USART2; 
  huart2.Init.BaudRate = 9600; 
  huart2.Init.WordLength = UART_WORDLENGTH_8B; 
  huart2.Init.StopBits = UART_STOPBITS_1; 
  huart2.Init.Parity = UART_PARITY_NONE; 
  huart2.Init.Mode = UART_MODE_TX_RX; 
  huart2.Init.HwFlowCtl = UART_HWCONTROL_NONE; 
  huart2.Init.OverSampling = UART_OVERSAMPLING_16; 
  if (HAL_UART_Init(&huart2) != HAL_OK) 
  { 
    _Error_Handler(__FILE__, __LINE__); 




/** Configure pins as  
        * Analog  
        * Input  
        * Output 
        * EVENT_OUT 
        * EXTI 
*/ 




  GPIO_InitTypeDef GPIO_InitStruct; 
 
  /* GPIO Ports Clock Enable */ 
  __HAL_RCC_GPIOE_CLK_ENABLE(); 
  __HAL_RCC_GPIOA_CLK_ENABLE(); 
  __HAL_RCC_GPIOB_CLK_ENABLE(); 
  __HAL_RCC_GPIOD_CLK_ENABLE(); 
 
  /*Configure GPIO pin Output Level */ 
  HAL_GPIO_WritePin(GPIOB, D0_Pin|D1_Pin|D2_Pin|D3_Pin, 
GPIO_PIN_RESET); 
 
  /*Configure GPIO pin Output Level */ 
  HAL_GPIO_WritePin(GPIOD, D4_Pin|D5_Pin|D6_Pin|D7_Pin, 
GPIO_PIN_RESET); 
 
  /*Configure GPIO pin Output Level */ 
  HAL_GPIO_WritePin(GPIOA, GPIO_PIN_15, GPIO_PIN_RESET); 
 
  /*Configure GPIO pin Output Level */ 
  HAL_GPIO_WritePin(GPIOE, RS_Pin|E_Pin, GPIO_PIN_RESET); 
 
  /*Configure GPIO pins : PE3 PE4 PE5 PE6 */ 
  GPIO_InitStruct.Pin = 
GPIO_PIN_3|GPIO_PIN_4|GPIO_PIN_5|GPIO_PIN_6; 
  GPIO_InitStruct.Mode = GPIO_MODE_INPUT; 
  GPIO_InitStruct.Pull = GPIO_NOPULL; 
  HAL_GPIO_Init(GPIOE, &GPIO_InitStruct); 
 
  /*Configure GPIO pins : D0_Pin D1_Pin D2_Pin D3_Pin */ 
  GPIO_InitStruct.Pin = D0_Pin|D1_Pin|D2_Pin|D3_Pin; 
  GPIO_InitStruct.Mode = GPIO_MODE_OUTPUT_PP; 
  GPIO_InitStruct.Pull = GPIO_NOPULL; 
  GPIO_InitStruct.Speed = GPIO_SPEED_FREQ_LOW; 
  HAL_GPIO_Init(GPIOB, &GPIO_InitStruct); 
 
  /*Configure GPIO pins : D4_Pin D5_Pin D6_Pin D7_Pin */ 
  GPIO_InitStruct.Pin = D4_Pin|D5_Pin|D6_Pin|D7_Pin; 
  GPIO_InitStruct.Mode = GPIO_MODE_OUTPUT_PP; 
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  GPIO_InitStruct.Pull = GPIO_NOPULL; 
  GPIO_InitStruct.Speed = GPIO_SPEED_FREQ_LOW; 
  HAL_GPIO_Init(GPIOD, &GPIO_InitStruct); 
 
  /*Configure GPIO pin : PA15 */ 
  GPIO_InitStruct.Pin = GPIO_PIN_15; 
  GPIO_InitStruct.Mode = GPIO_MODE_OUTPUT_PP; 
  GPIO_InitStruct.Pull = GPIO_NOPULL; 
  GPIO_InitStruct.Speed = GPIO_SPEED_FREQ_LOW; 
  HAL_GPIO_Init(GPIOA, &GPIO_InitStruct); 
 
  /*Configure GPIO pins : RS_Pin E_Pin */ 
  GPIO_InitStruct.Pin = RS_Pin|E_Pin; 
  GPIO_InitStruct.Mode = GPIO_MODE_OUTPUT_PP; 
  GPIO_InitStruct.Pull = GPIO_NOPULL; 
  GPIO_InitStruct.Speed = GPIO_SPEED_FREQ_LOW; 




/* USER CODE BEGIN 4 */ 
 
/* USER CODE END 4 */ 
 
/** 
  * @brief  This function is executed in case of error occurrence. 
  * @param  file: The file name as string. 
  * @param  line: The line in file as a number. 
  * @retval None 
  */ 
void _Error_Handler(char *file, int line) 
{ 
  /* USER CODE BEGIN Error_Handler_Debug */ 
  /* User can add his own implementation to report the HAL error return 
state */ 
  while(1) 
  { 
  } 




#ifdef  USE_FULL_ASSERT 
/** 
  * @brief  Reports the name of the source file and the source line number 
  *         where the assert_param error has occurred. 
  * @param  file: pointer to the source file name 
  * @param  line: assert_param error line source number 
  * @retval None 
  */ 
void assert_failed(uint8_t* file, uint32_t line) 
{  
  /* USER CODE BEGIN 6 */ 
  /* User can add his own implementation to report the file name and line 
number, 
     tex: printf("Wrong parameters value: file %s on line %d\r\n", file, line) 
*/ 
  /* USER CODE END 6 */ 
} 
#endif /* USE_FULL_ASSERT */ 
 
/** 
  * @} 
  */ 
 
/** 
  * @} 
  */ 
 
/************************ (C) COPYRIGHT STMicroelectronics 
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8 LAMPIRAN C 
C.1 Prosedur Pemakaian Ranjang Lipat 
Setelah power dinyalakan, tunggu sekitar 9 detik untuk dapat 
digunaka yang ditandai dengan bunyi beep dan display menampilkan 
kata-kata siap dipakai seperti pada gambar dibawah. 
 
Untuk menggerakkan ranjang naik atau turun dengan cara 
mengatakan kata “oke” terlebih dahulu. Apabila kata “oke” terdeteksi 
maka terdengar bunyi beep. 
Setelah itu, baru dapat mengatakan kata “naik” untuk menaikkan 
ranjang, atau kata “turun” untuk menurunkan ranjang. Setiap kata yang 
diucapkan terdeteksi maka indikator beep akan berbunyi.  
Ket : Setiap perintah untuk menggerakkan ranjang harus didahului 
inisialisasi dengan kata “oke”.  
Apabila terdapat kesalahan terdapat tombol emergency untuk pasien 
yang terdapat pada ranjang seperti gambar dibawah. 
 
C.1.1 Prosedur Pembelajaran untuk Pasien Baru 
Terdapat 4 tombol yang dapat digunakan untuk melakukan 
pembelajaran pada ranjang lipat agar perintah yang diberikan oleh pasien 
dapat dikenali. Keempat tombol ini seperti pada gambar dibawah. 
 
  Reset Turun Naik Oke 
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1. Tekan tombol berwarna putih untuk melakukan pembelajaran kata 
“oke” dan tunggu hingga sekitar 3 detik. 
2. Apabila telah siap akan muncul indikasi pada display “train kata 
oke” 
 
3. Pengguna dapat mengatakan kata oke saat display menunjukkan 
kalimat “speak now”.  
 
4. Kemudian ulangi mengatakan kata “oke” saat display menunjukkan 
kalimat “speak again” 
 





9 LAMPIRAN D 
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