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Abstract. This article shows the semantics gap that exists between the object 
and relational model. To override this, we present the mapping options available 
and that can be implemented in order to get the coexistence of such models. 
Some practical examples are used to show the mappings described.  
Resumo. Este artigo aborda a compatibilização entre o paradigma relacional 
com o paradigma orientado a objetos, onde apontamos a lacuna semântica 
existente entre os modelos, tornando-se necessário o mapeamento objeto-
relacional. Este mapeamento é visto e comentado através de exemplos práticos 
de sua utilização.  
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1. Introdução 
Desde os primitivos sistemas de arquivos até hoje, muito já se evoluiu no tocante a 
tecnologia de banco de dados, constantemente são impostas mudanças de paradigmas 
forçando assim aos desenvolvedores uma série de adaptações relativas à seus produtos. 
Atualmente há uma ampla utilização da tecnologia baseada em objetos na produção de 
software, a qual é impulsionada por vários fatores benéficos principalmente à agilidade 
na construção de sistemas, mas em contrapartida os banco de dados rodando atualmente 
na maioria das organizações são baseados na tecnologia relacional, apresentando assim 
uma latência , pois não se pode realizar a persistência de objetos em banco de dados 
relacionais de forma transparente. O objetivo deste artigo é apresentar algumas 
alternativas de compatibilização entre esses dois paradigmas. 
2. Mapeamento Entre Modelos: Orientado a Objetos  Relacional 
Segundo Uchôa, devido a impossibilidade de se armazenar e recuperar objetos 
diretamente em um banco de dados relacional, se faz necessário a utilização de um 
mapeamento para facilitar esse processo, veremos a seguir algumas regras a serem 
seguidas para a realização desse mapeamento. Como base para a realização de nossos 
exemplos, utilizaremos o diagrama de classes UML da Figura 1, o qual representa um 
controle de estoque simples (exemplo comumente utilizado) dispensando maiores 
comentários. 
Primeiramente deve-se pensar na identidade dos objetos, ela é a forma de 
diferenciar um objeto dos demais, quando se mapeia uma classe do modelo de objetos 
para o modelo relacional, se faz necessário a criação de um identificador único (OID) 
para cada registro, para tanto a tabela precisa ter um atributo (chave surrogate), o qual 
vai armazenar esse identificador e será a chave primária da tabela. Essa forma de 
implementar identidade é chamada de Identidade Baseada na Existência. Pode-se 
também trabalhar com a Identidade Baseada em Valor, onde não se faz necessário a 
criação da chave surrogate, mas em compensação a tabela deve ter um conjunto de 
atributos que possam formar a chave primária. 
       
Figura 1: Diagrama de classes da UML de um controle de estoque. 
Após definida a forma de mapeamento da identidade, deve-se pensar no 
mapeamento de classes (são implementadas apenas as classes persistentes). Uma 
determinada classe, normalmente, possui atributos e métodos, cada classe será mapeada 
para uma tabela e cada atributo, mapeado para uma coluna nesta tabela. 
Mapeamento de Atributos Simples: sem dúvidas é o mais fácil de ser 
realizado, pois cada atributo da classe é transformado em um campo na tabela criada. 
Mapeamento de Atributos Compostos: ao se mapear atributos compostos é 
necessário eleger um prefixo a ser utilizado e para cada campo na tabela utilizar este 
prefixo acrescentando a ele o nome do campo a ser implementado. No exemplo da 
Figura 2, foi adicionado o atributo Endereço , o qual pode ser desdobrado em vários 
outros atributos, neste caso, elegemos como prefixo Ender , o qual precederá cada um 
dos campos referentes ao endereço a ser criado na tabela. 
Mapeamento de Atributos Multivalorados: atributo multivalorado é aquele 
que pode em um mesmo registro assumir diversos valores diferentes, como por 
exemplo, um campo telefone teria que comportar um telefone, ou até mesmo, 
infinitos telefones. Quando se tem um atributo multivalorado, uma boa solução é 
fazer o mapeamento desse atributo para uma nova tabela, onde a chave primária é 
formada pela chave primária da tabela que representa a classe do atributo multivalorado, 
mais um OID para a tabela que representa o próprio atributo multivalorado (chave 
surrogate) conforme visto na Figura 2. Lembramos que um atributo multivalorado pode 
também ser um atributo composto, onde deve-se implementar ambas as regras.      
Figura 2. mapeamento de Atributo Composto e mapeamento de Atributo Multivalorado. 
Mapeamento de Métodos: em um SGBD Relacional, não se pode implementar 
métodos, mas pode-se implementar Gatilhos e Procedimentos Armazenados, os quais 


































































OIDFo rne cedo r : I nteger
Razao : Char(40 )
Fantasia : Cha r(40)
Cnpj : Char(18 )
EndCi dade : Char(20 )
EndUf : Char(2 )
EndCep : Ch ar(9)
EndBai rro : Ch ar(20)
EndRua : Ch ar(30 )
EndCompl emento : Cha r(20)






tel efone + [1. .n ]
contato
para fazer consultas retornado resultados ou gravação de registros inteiros, e gatilhos 
para execuções automáticas. Vale ressaltar que esses recursos podem não estar 
disponíveis em todos os SGBDs. 
Associações entre classes: a Associação 1 para 1 e Associação 0..1 para 1 é 
sem dúvida a mais fácil de ser implementada, pode ser mapeada para uma tabela ou 
para duas tabelas distintas, onde cada uma das situações apresenta vantagens e 
desvantagens. Ao se mapear para uma única tabela, devemos adicionar os campos da 
classe agregada na classe agregadora, adicionando um prefixo para sua identificação, 
enquanto que ao se mapear para duas tabelas distintas basta adicionar um atributo em 
uma das tabelas, o qual será chave estrangeira, apontando para a outra tabela. 
Na Associação 1 para muitos deve-se acrescentar um novo atributo na classe 
com cardinalidade muitos o qual será chave estrangeira para a tabela com 
cardinalidade 1 , se essa tabela puder ser 0..1, então a chave estrangeira pode ser nula, 
caso contrario, não. Conforme o exemplo da Figura 3, um vendedor poderá efetuar 
diversas vendas, sendo assim temos um relacionamento de um para muitos, neste caso, 
deve ser adicionado o campo OIDVendedor que é chave primaria da tabela 
Vendedor na tabela Venda onde o mesmo será chave estrangeira apontando para a 
tabela Vendedor .      
Figura 3: mapeamento de relacionamento 1 para muitos. 
Na Associação muitos para muitos deve ser criada uma nova tabela, a qual 
receberá dois campos, os quais serão chave estrangeira para cada uma das tabelas da 
relação, e juntos, ambos farão parte da chave primária desta nova tabela. 
Herança: a Herança pode ser implementada de várias formas diferentes, pode 
ser mapeada em uma tabela por classe, uma tabela para a hierarquia de classes, ou ainda 
uma tabela por classe de forma independente (concreta). 
Ao se mapear um relacionamento de herança sob forma de Uma Tabela por 
Classe, basta criar uma tabela para cada classe da hierarquia e uma chave primária 
(OID), esta chave primária será chave estrangeira referenciando a tabela referente a 
superclasse. Desta forma o mapeamento fica mais semelhante ao modelo de objetos, e 
permite que sejam acrescentadas novas classes sem grandes problemas, onde basta que 
sejam acrescentadas novas tabelas para cada nova classe criada, o que pode gerar muitas 
tabelas e o aumento de junções das mesmas. 
Pode-se também realizar o mapeamento através de Uma Tabela por 
Hierarquia, onde cria-se poucas tabelas, pois toda uma hierarquia de classes é mapeada 
em uma única tabela, a partir da classe raiz. Faz-se necessário acrescentar um campo 
para controle de qual subclasse o registro pertence. Como vantagem, tem-se a criação de 
poucas tabelas, alem de evitar o uso de junções, mas sempre que se fizer necessário 
alterar ou adicionar algum atributo em uma classe de qualquer ponto da hierarquia, 
deve-se alterar a tabela. 
Venda
OI DVenda : Int eger
NotaFisc al : Int eger
T otalNF : Decim al(18,2)
Data : Date
Fo rm aPgto : Char(2 0)
OI DVended or : Int eger (FK)
Vendedor
OIDVendedor : Integer
Nom e : Char(40)
Cpf : Char(14)












E finalmente pode-se mapear uma hierarquia de classes através de Uma Tabela 
por Classe Concreta, onde cada uma das tabelas da hierarquia implementa tanto seus 
atributos, quanto os atributos da superclasse, faz-se necessário que cada tabela 
implemente também sua própria chave primária. Desta forma são evitadas as junções, 
mas quando for necessário alterar a estrutura da superclasse, deve ser alterada a 
estrutura de todas as subclasses também, além do que fica difícil manter a integridade 
dos dados, os quais poderão estar de forma redundante em várias tabelas. Ambas as 
formas de mapeamento de herança estão expressas no exemplo da Figura 4.           
Figura 4: mapeamento de herança. 
3. Conclusão 
Muito já se evoluiu no tocante a tecnologia empregada nos banco de dados, desde os 
primitivos sistemas de arquivos utilizados na década de 60 até hoje, quando utilizamos 
bancos de dados objeto-relacionais e orientado a objetos. Provavelmente nunca será 
abandonado o modelo relacional, mas ele será evoluído de tal forma que irá incorporar a 
maioria, senão todas, as funcionabilidades e características da orientação a objetos. 
Através deste trabalho, foi possível ter uma idéia da importância da 
compatibilização entre sistemas orientados a objetos e os banco de dados relacionais, 
vimos que há uma grande latência entre ambos, e que a melhor forma de resolver essa 
latência é através de técnicas de mapeamento, as quais já podem estar sendo utilizadas 
por vários desenvolvedores, mesmo que eles não saibam. 
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Clien te
OIDCl ien te : In teger




EndBai rro : Char(20)
EndRua : Char(30)
EndCom plem ento : Char(20)
Fisico




OIDCl ien te : In teger (FK)
CNPJ : Char(18)
InscricaoEstadual : Char(15)
Cl i e n te
O IDCl i e n te : In te g e r
No m e : Ch a r(4 0 )
E n d Cid a d e : Ch a r(2 0 )
E n d Uf : Ch a r(2 )
E n d Ce p : Ch a r(9 )
E n d B a i rro : Ch a r(2 0 )
E n d Ru a : Ch a r(3 0 )
E n d Co m p le m e n to : Ch a r(2 0 )
T ip o Cl i e n te : Ch a r(1 0 )
Cp f : Ch a r(1 4 )
Id e n ti d a d e : Ch a r(1 8 )
Cjp j : Ch a r(1 8 )
In scri ca o E sta d u a l : Ch a r(1 5 )
Juridico
OIDJuridico : Integer
Nome : Char(40)
EndCidade : Char(20)
EndUf : Char(2)
EndCep : Char(9)
EndBairro : Char(20)
EndRua : Char(30)
EndComplemento : Char(20)
CNPJ : Char(18)
InscricaoEstadual : Char(15)
Fisico
OIDFisico : Integer
Nome : Char(40)
EndCidade : Char(20)
EndUf : Char(2)
EndCep : Char(9)
EndBairro : Char(20)
EndRua : Char(30)
EndComplemento : Char(20)
CPF : Char(14)
Identidade : Char(18)
cl iente
nome
endereco +
telefone + [1..n]
fisico
cpf
iden ti dade
jurid ico
cnpj
inscricaoEstadual
