HMI upgrade for a robot welding cell by KAPLAN, ROK
 
 
UNIVERZA V LJUBLJANI 




Nadgradnja uporabniškega vmesnika robotske varilne celice 
 
Magistrsko delo 















Rad bi se zahvalil mentorju, doc. dr. Marku Petkovšku, za vso njegovo izkazano potrpežljivost 
in pomoč pri izdelavi magistrskega dela. Hvala za vse delo, s katerim ste dosegli, da je moje 
magistrsko delo postalo takšno, kot je. Zahvalil bi se rad tudi moji boljši polovici Katarini, da 
prenaša moje neumnosti in me vedno spodbuja v vseh trenutkih mojega življenja. Še posebej 
bi se rad zahvalil moji družini za vso izkazano podporo ne samo na študijskem področju, 





















1. Uvod ................................................................................................................................................ 1 
2. Idejna zasnova ................................................................................................................................. 3 
3. Opis ključnih komponent varilne robotske celice ........................................................................... 5 
3.1 Programirljivi logični krmilnik .................................................................................................. 5 
3.2 Zaslon na dotik ........................................................................................................................ 7 
3.3 Robotski krmilnik YRC1000 ...................................................................................................... 8 
3.4 Krmilno učna enota ................................................................................................................. 9 
4. Izdelava krmilnega programa novega uporabniškega vmesnika .................................................. 11 
5. Delovanje programa ...................................................................................................................... 14 
5.1 Komunikacijski sklop programa ............................................................................................. 15 
5.2 Funkcija za izmenjavo spremenljivk ...................................................................................... 20 
5.2.1 Oblika in dekodiranje prejetih podatkov ....................................................................... 22 
5.2.2 Pošiljanje vrednosti spremenljivk na robotski krmilnik ................................................. 27 
5.3 Funkcija za izmenjavo stanj vhodov in izhodov ..................................................................... 28 
5.4 Funkcija za izmenjavo robotskih podatkov ........................................................................... 31 
5.4.1 Izmenjava in dekodiranje prejetih izhodiščnih podatkov osi ........................................ 34 
5.4.2 Priprava podatkov za pošiljanje novih izhodiščnih vrednosti ........................................ 36 
5.5 Funkcija za branje obratovalnih stanj robotskega krmilnika ................................................. 38 
5.5.1 Branje in dekodiranje obratovalnih časov robotskega krmilnika .................................. 38 
5.5.2 Branje in dekodiranje obratovalnih stanj robotskega krmilnika ................................... 39 
5.5.3 Branje in dekodiranje aktivnih alarmov in zgodovine alarmov ..................................... 40 
5.6 Funkcije za izmenjavo podatkov robotskih programov ......................................................... 42 
5.7 Prenos prejetih podatkov iz globalnega podatkovnega bloka v prikazovalni podatkovni 
…………..blok .………………………………………………………………………………………………………………………….…….45 
5.8 Prikazovanje izmenjanih podatkov ........................................................................................ 46 
5.8.1 Prikazovanje podatkov robotskih programov ............................................................... 47 
5.8.2 Prikazovanje stanj spremenljivk robotskega krmilnika ................................................. 50 
5.8.3 Prikazovanje stanj vhodov in izhodov robotskega krmilnika ........................................ 52 
5.8.4 Prikazovanje podatkov robotskih osi............................................................................. 53 
5.8.5 Prikazovanje stanj robotskega krmilnika ....................................................................... 54 
5.9 Omejitev dostopa (urejanja) ................................................................................................. 55 
5.10 Namestitev vmesnika ............................................................................................................ 56 
6. Pisanje prikazovalnega dela krmilnega programa ......................................................................... 57 
7. Zaključek ........................................................................................................................................ 64 




Slika 7.1: 3D prikaz varilne robotske celice ................................................................................ 1 
Slika 7.2: Krmilno učna enota ..................................................................................................... 2 
Slika 8.1: Idejna zasnova uporabniškega  vmesnika robotske varilne celice ............................. 4 
Slika 3.1: Centralno procesna enota 1512SP-1 PN ..................................................................... 6 
Slika 3.2 Vhodno-izhodni moduli  SIMATIC S7-6ES7-132 ........................................................... 6 
Slika 3.3: Napajalni modul SITOP PSU300S ................................................................................ 7 
Slika 3.4: Zaslon na dotik: TP700 Comfort panel ........................................................................ 8 
Slika 3.5: Robotski krmilnik YRC1000 ......................................................................................... 9 
Slika 3.6:  Krmilno učna enota .................................................................................................. 10 
Slika 4.1: Testiranje krmilnega programa novega vmesnika .................................................... 13 
Slika 5.1: Grafični prikaz delovanja uporabniškega vmesnika.................................................. 14 
Slika 5.2: Komunikacijski program za prenos stanj (levo), komunikacijski za prenos                
………………datotek (desno)........................................................................................................ 16 
Slika 5.3: Razlika v nastavitvi komunikacijskih parametrov ..................................................... 16 
Slika 5.4: Krmilni program za izbiro koraka za prenos datotek ali stanj robotskega krmilnika 17 
Slika 5.5: Program za določanje stanja spremenljivke READ ................................................... 18 
Slika 5.6: Ukaz za pošiljanje paketa za izmenjavo datotek (levo), ukaz za izmenjavo      
……………….statusnih podatkov (desno) .................................................................................... 19 
Slika 5.7: Ukaz za prejemanje paketa za izmenjavo datotek (levo), ukaz za izmenjavo 
……………..statusnih podatkov (desno) ...................................................................................... 19 
Slika 5.8: Sinhronizacija zaporedne številke paketov obeh komunikacijskih blokov ............... 20 
Slika 5.9: Polnjenje podatkovnega paketa z ukazom za branje integer spremenljivk ............. 21 
Slika 5.10: PošiljanJe in prejemanje spremenljivke tipa integer .............................................. 22 
Slika 5.11: Dekodiranje prejetih podatkov spremenljivke tipa double .................................... 24 
Slika 5.12: Bitni zapis spremenljivke tipa real (R) ..................................................................... 26 
Slika 5.13: Zaključek uspešne izmenjave podatkov .................................................................. 27 
Slika 5.14 Priprava podatkovnega paketa za pošiljanje spremenljivke tipa integer ................ 28 
Slika 5.15: Program za določanje instance izmenjave vhodov/izhodov .................................. 29 
Slika 5.16: Dekodiranje prejetih podatkov tipa pseudo IO ...................................................... 30 
Slika 5.17: Prikazovalni zaslon stanj vhodov in izhodov robotskega krmilnika ........................ 31 
IV 
 
Slika 5.18: Prikazovanje podatkov robotskih osi ...................................................................... 31 
Slika 5.19: Podatki števila priključenih naprav in števila njihovih osi ...................................... 33 
Slika 5.20: Podatki datoteke ABSO.DAT ................................................................................... 35 
Slika 5.21: Določitev začetka izhodiščnih podatkov osi ........................................................... 35 
Slika 5.22: Ločevanje izhodiščnih podatkov vsake osi .............................................................. 36 
Slika 5.23: Priprava novih izhodiščnih podatkov za pošiljanje ................................................. 37 
Slika 5.24: Dekodiranje prejetih podatkov aktivnih alarmov in zgodovine alarmov ............... 42 
Slika 5.25: Dekodiranje prejetih podatkov spiska robotskih programov ................................. 43 
Slika 5.26: Prikazovalni zaslon vseh robotskih programov ...................................................... 44 
Slika 5.27: Priprava pravilne oblike imena programa .............................................................. 44 
Slika 5.28: Prikaz ločenih podatkovnih blokov ......................................................................... 45 
Slika 5.29: Prenos podatkov spremenljivk med izmenjevalnim in prikazovalnim    
……………….podatkovnim blokom .............................................................................................. 46 
Slika 5.30: Seznam vseh prikazovalnih zaslonov ...................................................................... 46 
Slika 5.31: Osnovni zaslon HMI vmesnika ................................................................................ 47 
Slika 5.32: Prikazovalni zaslon imen vseh robotskih programov (levo: vmesnik, desno:    
……………….robotski krmilnik) .................................................................................................... 48 
Slika 5.33: Funkcija za prenos podatkov robotskih programov (levo), program za 
spreminjanje vrednosti zamika vrstice prikazovalnega spiska (desno) ................................... 48 
Slika 5.34: Prikazovanje podatkov izbranega robotskega programa ....................................... 49 
Slika 5.35: Prikazovanje aktivnih programov in njihove vsebine ............................................. 50 
Slika 5.36: Prikazovanje stanj spremenljivk (levo: vmesnik, desno: robotski krmilnik) ........... 50 
Slika 5.37: Optimizacija prikaza spremenljivk .......................................................................... 51 
Slika 5.38: Prikazovanje pozicijskih spremenljivk ..................................................................... 52 
Slika 5.39: Prikazovanje stanj zunanjih vhodov ........................................................................ 52 
Slika 5.40: Prikazovanje stanj pseudo vhodov ......................................................................... 53 
Slika 5.41: Prikazovanje podatkov robotskih osi ...................................................................... 54 
Slika 5.42: Prikazovanje obratovalnih stanj robotskega krmilnika .......................................... 54 
Slika 5.43: Prikazovanje obratovalnih časov robotskega krmilnika ......................................... 55 
Slika 5.44: Prikazovanje zgodovine alarmov ............................................................................ 55 
Slika 5.45: Dodelitev varnostnega ključa prikazovalnemu oknu .............................................. 56 
Slika 5.46: Nastavitev varnostnega nivoja ................................................................................ 56 
V 
 
Slika 6.1: Prikaz različnih plasti zaslona .................................................................................... 57 
Slika 6.2: Prikaz uporabe vidnosti elementa ............................................................................ 57 
Slika 6.3: Prikazovalnik vrednosti spremenljivka tipa Bajt ....................................................... 58 
Slika 6.4: Prikazovalnik vrednosti spremenljivk tipa String ...................................................... 58 
Slika 6.5: Prikazovanje različnih tipov vhodov in izhodov, uporabniški vhodi (levo), mrežni 
…………….vhodi (desno) ............................................................................................................. 58 
Slika 6.6: Prikazovanje trenutnih pozicij osi različnih robotov, robot z 6 osmi (levo), robot z    
…………….4 osmi (desno) ........................................................................................................... 59 
Slika 6.7: Prikaz rešitve za izbiro želene vrstice v spisku robotskih programov ....................... 60 





















Tabela 4.1: Vrednosti glave podatkov zahteve podatkovnega paketa .................................... 12 
Tabela 4.2: Vrednosti glave paketov odgovora podatkovnega paketa .................................... 12 
Tabela 5.1: Velikost tipa spremenljivke v prejetih podatkih .................................................... 23 
Tabela 5.2: Oblika poslanih podatkov spremenljivke tipa byte ............................................... 23 
Tabela 5.3: Oblika poslanih podatkov spremenljivke tipa double ........................................... 23 
Tabela 5.4: Oblika prejetih podatkov položajne spremenljivke P ............................................ 25 
Tabela 5.5: Obrazec za dekodiranje prejetih podatkov položajne spremenljivke P (oblika) ... 25 
Tabela 5.6: Obrazec za dekodiranje prejetih podatkov položajne spremenljivke P (razširjena 
oblika) ....................................................................................................................................... 25 
Tabela 5.7: Podatki glave podatkovnega paketa za izmenjavo spremenljivke tipa integer (I) 27 
Tabela 5.8: Podatki glave paketa podatkovnega paketa za izmenjavo stanj vhodov in   
izhodov ..................................................................................................................................... 29 
Tabela 5.9: Podatki glave paketa podatkovnega paketa za preverjanje priključenih naprav    
na robotski krmilnik .................................................................................................................. 32 
Tabela 5.10: Podatki glave paketa podatkovnega paketa za branje trenutnega položaja in 
maksimalnih navorov osi .......................................................................................................... 34 
Tabela 5.11: Podatki glave podatkovnega paketa za pridobivanje obratovalnih časov .......... 38 
Tabela 5.12: Oblika prejetih podatkov obratovalnih časov ..................................................... 39 
Tabela 5.14: Prikaz oblike prejetih podatkov statusnih informacij (0x72) .............................. 40 
Tabela 5.15: Obrazec za dekodiranje prvega dela prejetih podatkov statusnih informacij .... 40 
Tabela 5.16: Obrazec za dekodiranje drugega dela prejetih podatkov statusnih informacij .. 40 
Tabela 5.17: Prikaz oblike prejetih podatkov aktivnih alarmov in zgodovine alarmov ........... 41 
Tabela 5.18: Prikaz oblike prejetih podatkov spiska robotskih programov ............................. 43 
Tabela 6.1: Uporabljeni ukazi za izmenjavo podatkov ............................................................. 61 
Tabela 6.2: Prikaz oblike prejetih podatkov spremenljivke tipa Integer (I) (0x300) ................ 61 
Tabela 6.3: Prikaz oblike prejetih podatkov statusnih informacij (0x72)................................. 62 
Tabela 6.4: Obrazec za dekodiranje prvega dela prejetih podatkov statusnih informacij ...... 62 





V magistrskem delu sem nadgradil krmilni program uporabniškega vmesnika varilne robotske 
celice. Novi uporabniški vmesnik omogoča lažje in varnejše delo z robotsko varilno celico in 
olajša testni postopek celice v podjetju Yaskawa Motoman. Nadgradnjo vmesnika so 
narekovale čedalje strožje varnostne zahteve avtomatiziranih postrojev. Vmesnik omogoča 
nastavitev poljubnega števila varnostnih nivojev, kar prej ni bilo mogoče. Nadgradnja temelji 
na opremi, ki je že standardno vgrajena v robotske varilne celice, zato je nadgrajeni 
uporabniški vmesnik mogoče implementirati na večini že vgrajenih robotskih varilnih celicah 
po svetu. 
V uvodnem delu magistrskega dela je predstavljena ideja nadgradnje, temu pa sledi 
predstavitev uporabljenih sestavnih delov in njihove naloge. Krmilni program deluje na 
programirljivem logičnem krmilniku, do katerega dostopamo preko zaslona na dotik. Tako za 
namestitev in delovanje uporabniškega vmesnika ni treba vgraditi nobenih novih elementov. 
V osrednjem delu magistrskega dela je opisano delovanje krmilnega programa in vsi njegovi 
sklopi. Na začetku osrednjega dela je opisan komunikacijski sklop krmilnega programa, ki 
predstavi osnovne značilnosti komunikacije med robotskim in programirljivim logičnim 
krmilnikom, temu sledi izmenjevalni del krmilnega programa, ki skrbi za izmenjavo in 
shranjevanje prejetih podatkov. Naslednjih pet sklopov skrbi za dekodiranje prejetih podatkov 
in pripravo le-teh za prikazovanje na zaslonu na dotik. V zadnjem, osmem sklopu, je razloženo 
prikazovanje vseh prenesenih podatkov in delovanje zaslona na dotik.  
Magistrsko delo se zaključi z opisom izdelave krmilnega programa in odpravljanja napak, 
nakazane pa so tudi možne nadgradnje vmesnika. 
Ključne besede: uporabniki vmesnik, programirljivi logični krmilnik, robotski krmilnik, zaslon 








For my masters degree work, I updated the human machine interface (HMI) control program 
for a robot welding cell. Due to an upgraded HMI, the operator’s work with the robot welding 
cell is easier and safer. Furthermore, a final testing procedure in the company Yaskawa 
Motoman is also simplified. Upgrade of the interface was needed because of the increasing 
safety standards in automated factories. The new interface operates on the already installed 
hardware equipment, so it can be implemented on any preexisting robot welding cell around 
the world. 
The first part of my masters degree work depicts the design phase of the HMI and how it will 
be used. It also includes all the devices needed to operate and what is their intended purpose.  
The main part of masters degree work explains how the upgraded HMI control program works. 
The beginning of the main part explains how the communication between the robot controller 
and the programable controller is established. Then a detailed explanation on the data 
transfer is given. The last part highlights the received data processing and preparation for the 
display on the HMI. 
Masters degree work ends with the description of the debugging phase of the control program 
and with some plans for future improvements. 






V avtomatiziranih proizvodnjah je robotska varilna celica (slika 1.1) največkrat uporabljen 
postroj. Robotsko varilno celico sestavlja več elementov, ki v sodelovanju opravljajo specifične 
naloge in tako nadomestijo človeško delo, kar rezultira v večji produktivnosti dela, pri tem pa 
je tudi minimiziran vpliv človeških napak. Glavni sestavni deli celice so robotski krmilnik s 
krmilno učno enoto, robot, pozicioner, programirljivi logični krmilnik (PLK), zaslon na dotik in 
varnostni elementi [1].  
 
Slika 1.1: 3D prikaz varilne robotske celice 
Robotski krmilnik je naprava, s katero krmilimo robote in pozicionerje v robotski varilni celici. 
Programiramo ga preko krmilno učne enote, s katero urejamo programe in nastavitve za 
delovanje robotov in pozicionerjev (slika 1.2). Operater za uporabo krmilno učne enote 
potrebuje varnostni ključ, ki omogoči dostop do spreminjanja nastavitev robotskega krmilnika. 
Robot in pozicioner lahko v varilni celici opravljata več nalog, v večini primerov je na pozicioner 
vpet obdelovanec, ki ga pozicioner nato obrača tako, da se poveča delovno območje robota. 
Robot nato izvrši določeno nalogo (varjenje, brušenje), ko je naloga končana, se vse naprave 
vrnejo v začetni položaj in čakajo na začetek nove naloge. Zelo pomembno področje pri 
robotskih varilnih celic je varnost, za katero je poskrbljeno z uporabo varnostnih elementov in 
programirljivega logičnega krmilnika. Med varnostne elemente spadajo senzorji, stikala ter 
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tudi varovalno ohišje varilne robotske celice. Varovalno ohišje preprečuje dostop osebam do 
gibajočih se delov varilne celice. Programirljivi logični krmilnik spremlja stanja senzorjev in 
stikal ter glede na želeno delovanje krmili varilno robotsko celico. Stanje v varilni robotski celici 
lahko spremljamo preko uporabniškega vmesnika na zaslonu na dotik. Glede na delo celice 
lahko preko vmesnika spremljamo različna stanja, v večini primerov so to stanja varovalnih 
elementov, cikličnega obratovanja programov in njihovih prekinitev. Poleg tega lahko z 
vmesnikom sprožimo servisne programe robotske varilne celice (zamenjava varilne žice, 
čiščenje varilne konice, zamenjava varilne konice. 
 
Slika 1.2: Krmilno učna enota 
Yaskawa Motoman je eno izmed vodilnih podjetij, ki proizvaja robotske varilne celice. Z 
večanjem kompleksnosti celic se povečujejo tudi varnostne zahteve uporabnikov. Tako sem v 
podjetju dobil nalogo, naj izdelam uporabniški vmesnik, ki bi za delo v proizvodnji lahko 
nadomestil krmilno učno enoto robotskega krmilnika. Krmilno učna enota omogoča tri 
varnostne nivoje, vendar že prvi varnostni ključ odklene kar 90% funkcij robotskega krmilnika. 
To predstavlja problem, saj vsi operaterji niso pooblaščeni za spreminjanje vseh nastavitev, ki 
jih prvi varnostni ključ odklene. Varnostnih ključev robotskega krmilnika ne moremo 
spremeniti, saj je robotski krmilnik izdelek, na katerega podjetje nima nobenega vpliva.  
V nadaljevanju podajam opis ideje, s katero sem z uporabo obstoječe strojne opreme izdelal 
uporabniški vmesnik z večjo fleksibilnostjo pri omejevanju nepooblaščenega dostopa do 
podatkov robotskega krmilnika. 
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2. Idejna zasnova 
Robotsko varilno celico krmili robotski krmilnik, ki v sodelovanju s programirljivim logičnim 
krmilnikom izdaja ukaze vgrajenim elementom v robotski varilni celici. Robotski krmilnik 
načeloma krmilimo s krmilno učno enoto, na kateri lahko spremljamo stanje v robotski celici 
in urejamo vse krmilne programe za naprave v celici. Za spreminjanje nastavitev robotskega 
krmilnika in robotskih programov je treba vpisati enega od treh varnostnih ključev, ki nam 
omogočijo dostop. Z vpisom prvega varnostnega ključa lahko dostopamo do 90% funkcij 
robotskega krmilnika, naslednji odklene 95% in tretji 100%. Ker v varnostni sistem robotskega 
krmilnika ne moremo posegati, smo se v podjetju Yaskawa odločili, da izdelamo nov 
uporabniški vmesnik. Glavni cilj novega uporabniškega vmesnika je povečati varnost delovanja 
varilne robotske celice in pri tem uporabiti strojno opremo, ki je že vgrajena v varilno robotsko 
celico. To bo pomenilo, da lahko nov uporabniški vmesnik namestimo tudi na vse varilne 
robotske celice, ki že obratujejo v proizvodnjah po svetu. 
Nov vmesnik bo deloval na programirljivem logičnem krmilniku, do katerega bomo lahko 
dostopali preko zaslona na dotik (slika 2.1). PLK in zaslon na dotik trenutno v varilni robotski 
celici zagotavljata varno delovanje celotne celice. Nov uporabniški vmesnik bomo tako samo 
dodali že obstoječemu vmesniku na zaslonu na dotik, pri čemer funkcionalnost obstoječega 
vmesnika ne bo okrnjena. Tako bo nadgrajeni uporabniški vmesnik omogočal varnejšo in lažjo 
uporabo varilne robotske celice. Izmenjava podatkov med PLK in robotskim krmilnikom bo 
potekala z uporabo namenske funkcije: High Speed Ethernet Server (HSES), ki sem jo za 





Slika 2.1: Idejna zasnova uporabniškega  vmesnika robotske varilne celice 
Preko uporabniškega vmesnika bomo lahko dostopali do spiska vseh robotskih programov in 
tudi vseh njihovih podatkov, poleg tega bomo lahko spremljali tudi aktivne robotske 
programe. Uporabniški vmesnik bo omogočal tudi spremljanje in urejanje obratovalnih 
spremenljivk robotskega krmilnika, stanj izhodov in vhodov robotskega krmilnika ter tudi stanj 
osi robota in ostalih priključenih naprav (pozicioner, bazna postaja). Poleg vsega tega bomo 
lahko preko vmesnika opazovali tudi obratovalna stanja robotskega krmilnika, obratovalne 
čase ter pretekle in aktivne alarme robotskega krmilnika. 
Ker je bil glavni razlog za izdelavo uporabniškega vmesnika povečanje varnosti v robotski 
varilni celici in omejitev dostopa uporabnikom, bo uporabniški vmesnik vseboval poljubno 
število varnostnih ključev, ki bodo omejili dostop do podatkov robotskega krmilnika.  
Poleg povečanja varnosti bo uporabniški vmesnik tudi olajšal delo v podjetju Yaskawa, kjer 
robotske varilne celice izdelujejo. Testiranje pravilnega delovanja vseh naprav v robotski celici, 
nastavitev robotskega krmilnika in tudi priprava vseh osnovnih robotskih programov, ki so 
potrebni za pravilno delovanje robotske celice, predstavlja velik zalogaj. Odpravljanje napak 
je včasih zelo zahtevno in zamudno, saj ni takoj jasno, ali je napaka v ožičenju ali pa v 
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nastavitvah robotskega krmilnika. Z novim uporabniškim vmesnikom bomo tako pridobili še 
eno dostopno točko, kjer bomo lahko preverjali stanja robotskega krmilnika. V veliko primerih 
bi potrebovali več zaslonov za opazovanje spremenljivk, kar nam bo vmesnik sedaj omogočal. 
Tako bomo lahko hkrati spremljali spremenljivke na zaslonu na dotik in urejali programe na 
krmilno učni enoti in tako pospešili postopek testiranja robotske celice. Nov uporabniški 
vmesnik bomo lahko uporabili tudi ob testiranju robotske varilne celice, saj bo omogočal 
dodaten vpogled v stanje robotskega sistema, kar je bilo do sedaj mogoče samo preko krmilno 
učne enote. 
3. Opis ključnih komponent varilne robotske celice 
Ključne komponente za varno delovanje robotske varilne celice so: programirljivi logični 
krmilnik, zaslon na dotik, robotski krmilnik in krmilno učna enota. Varilna robotska celica lahko 
obratuje že samo z robotskim krmilnikom in krmilno učno enoto, vendar je na tak način težko 
zagotoviti njeno varno delovanje. Zato se v robotsko varilno celico vedno vgradi tudi 
programirljivi logični krmilnik na katerega priključimo varnostne elemente in z njimi 
zagotovimo varno delovanje robotske varilne celice. V nadaljevanju bom predstavil osnovno 
delovanje ključnih elementov v celici in njihovo vlogo v varilni robotski celici.  
3.1 Programirljivi logični krmilnik 
Programirljivi logični krmilnik (PLK) je sestavljen iz več enot, glavni deli so: centralno procesna 
enota, vhodno-izhodni moduli in napajalni modul. 
Centralno procesna enota (slika 3.1) v robotski varilni celici skrbi za izvajanje krmilnega 
programa in s tem v prvi vrsti za obdelovanje prejetih stanj varovalnih elementov (senzorji, 
elektronske ključavnice, končna stikala). Varovalni elementi so na procesno enoto priključeni 
preko vhodno-izhodnih modulov. Zaslon na dotik je priključen neposredno na centralno 
procesno enoto. Zaslon na dotik lahko prikazuje želena stanja robotske varilne celice ali krmili 
delovanje centralno procesne enote. Centralno procesna enota prejete podatke obdela in 
rezultate shrani v pomnilnik ali pa jih zapiše na izhodni sistem, ki nato krmili priključene 
elemente. Centralno procesa enota in robotski krmilnik sta med seboj povezana neposredno 




Slika 3.1: Centralno procesna enota 1512SP-1 PN  
Obstaja več vrst modulov: vhodni, izhodni ali vhodno-izhodni. Za uporabo v varilnih robotskih 
celicah implementiramo tistega, ki nam najbolj koristi v določeni situaciji. Na digitalne vhodno-
izhodne module (slika 3.2) so priključeni varovalni elementi robotske varilne celice. Tako 
vhodno-izhodni moduli služijo prenosu stanj varovalnih elementov centralno procesni enoti, 
ki nato obdelane vrednosti prikaže na zaslonu na dotik [4]. Za pravilno delovanje vhodno-
izhodnih modulov poskrbimo z urejanjem krmilnega programa logičnega krmilnika. 
 
Slika 3.2 Vhodno-izhodni moduli  SIMATIC S7-6ES7-132 
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Napajalni modul služi dovajanju električne energije vsem aktivnim elementom 
programirljivega logičnega krmilnika in ostalim elementom, ki za delovanje potrebujejo 
napetost 24 V.  Napajalni modul pretvori nivo napetosti iz 400 V (medfazne) na 24 V 
(enosmerne) in z njim napaja vse elemente. Napajalni modul SITOP PSU300S na sliki 3.3 sem 
uporabil v testni fazi izdelave uporabniškega vmesnika. V varilne robotske celice se vgrajuje 
napajalne module različnih moči glede na potrebe vgrajenih aktivnih elementov. 
 
Slika 3.3: Napajalni modul SITOP PSU300S 
3.2 Zaslon na dotik  
Zaslon na dotik (slika 3.4) je naprava, ki jo uporabljamo za izmenjavo podatkov in ukazov med 
človekom in strojem (ang. Human Machine Interface, HMI). Preko zaslona na dotik 
spremljamo stanje v varilni robotski celici in pošiljamo ukaze centralno procesni enoti. Na 
zaslonu na dotik tako spremljamo stanja varovalnih elementov, sprožimo ciklične robotske 
programe in opazujemo morebitne napake v njihovem delovanju. Obliko prikazovalnih 




Slika 3.4: Zaslon na dotik: TP700 Comfort panel 
3.3 Robotski krmilnik YRC1000 
Robotski krmilnik (slika 3.5) je namenjen krmiljenju robotov in ostalih naprav (pozicionerjev, 
baznih postaj) za uporabo v industrijskih postrojih. Za pravilno delovanje je robotskemu 
krmilniku treba nastaviti vse parametre priključenih naprav, kot so: število osi robotov in 
pozicionerjev, dovoljen navor osi, dovoljena hitrost osi, korak reduktorjev. Poleg parametrov 
priključenih naprav lahko robotskemu krmilniku nastavimo tudi meje delovanja naprav in tako 
omejimo njihovo delovno območje [6].  
Trajektorije robotov in pozicionerjev so definirane v robotskih programih, ki so zapisani v 
robotskem krmilniku. Tako roboti, pozicionerji in ostale naprave, vgrajene v varilno robotsko 
celico, delujejo v sinhronizmu, da skupaj opravijo želeno nalogo. 
Robotski krmilnik YRC1000 je najnovejši tip robotskega krmilnika, ki jih proizvaja podjetje 
Yaskawa, je hitrejši in zmogljivejši od vseh prejšnjih izvedb (DX200, FS100). Robotski krmilnik 




Slika 3.5: Robotski krmilnik YRC1000  
3.4 Krmilno učna enota  
Za krmiljenje Yaskawinih krmilnikov se v večini uporablja krmilno učno enoto (slika 3.6), preko 
katere v učnem načinu učimo oziroma vodimo robote  in ostale elemente postroja. Omogoča 
nam neposredno krmiljenje vseh naprav, ki so priklopljene na robotski krmilnik. Poleg učnega 
načina lahko robotski krmilnik obratuje tudi v obratovalnem ali daljinskem režimu, ki sta 
namenjena cikličnemu obratovanju celice. 
S ključem, ki se nahaja v levem zgornjem kotu krmilno učne enote, lahko izbiramo med načini 
delovanja sistema. Urejanje robotskih programov in nastavljanje vseh parametrov se izvaja v 
učnem načinu, delovanje programov pa nato preverimo z obratovalnim ali daljinskim načinom. 
Krmilno učna enota vsebuje tudi vse tipke za programiranje krmilnih programov, zaslon na 
dotik ter tipko za izhod v sili. Na zadnji strani vsebuje tudi zaščitno tipko SERVO. Namenjena 
je zagotavljanju večje varnosti, tipko moramo tiščati v srednjem stanju, če želimo upravljati z 
elementi postroja [6]. 
S pomočjo krmilno učne enote lahko na krmilnik neposredno preko USB ključa nalagamo 




Slika 3.6:  Krmilno učna enota  
Vsi elementi, ki jih nov uporabniški vmesnik potrebuje za delovanje, so že vgrajeni v robotske 
varilne celice. Po preučitvi predlaganega koncepta novega vmesnika je sledila izdelava 
krmilnega programa uporabniškega vmesnika.  V nadaljevanju bom predstavil postopek 







4. Izdelava krmilnega programa novega uporabniškega vmesnika 
Izdelavo krmilnega programa novega vmesnika sem razdelil v štiri dele, v prvem sklopu sem 
pregledal vso dokumentacijo in določil, katere podatke je mogoče prenesti s High Speed 
Ethenet Server funkcijo (HSES funkcija). HSES funkcija omogoča prenos različnih tipov 
podatkov med robotskim krmilnikom in programirljivim logičnim krmilnikom. V drugem sklopu 
sem se lotil oblikovanja prikazovalnih zaslonov, tretji sklop je vseboval pisanje programa za 
prenašanje in prikazovanje podatkov. V zadnjem, četrtem in najobsežnejšem sklopu, sem 
krmilni program zagnal in odpravil vse napake. Krmilni program novega uporabniškega 
vmesnika sem izdelal v programskem okolju TIA portal V14. 
V prvem sklopu sem iz dokumentacije o HSES funkciji izbral vse želene podatke in ukaze za 
prenašanje podatkov med PLK in robotskim krmilnikom. Delovanje komunikacijskega 
protokola sem poznal že iz diplomskega dela [8], zato sem moral pripraviti samo funkcije, ki  
pripadajo novim tipom podatkov in obliko prenesenih podatkov, ki sem jih moral nato tudi 
obdelati tako, da jih lahko prikažem na HMI zaslonu. Odločil sem se za prikazovanje robotskih 
programov, njihovih podatkov in aktivnih robotskih programov, stanja spremenljivk 
robotskega krmilnika (Integer, Byte, Real, Double, String, pozicijske spremenljivke), stanja 
izhodov in vhodov robotskega krmilnika, stanja robotskih osi (pozicija, izhodiščna pozicija, 
maksimalni navor) in stanj robotskega krmilnika (obratovalni časi, stanje robotskega krmilnika, 
aktivni alarmi, zgodovina alarmov).  
High Speed Ethernet Server funkcija  
High Speed Ethernet Server funkcija je komunikacijski protokol, ki omogoča visoko-hitrostno 
Ethernet komunikacijo med robotskim krmilnikom in zunanjimi enotami (programirljivi logični 
krmilnik). Omogoča nam hitro komunikacijo in prenos podatkov med napravami. Funkcija 
poleg izmenjave podatkov omogoča tudi izmenjavo celotnih datotek. Pošiljanje datotek se 
izvaja v obliki paketkov. Poleg pošiljanja datotek lahko s pomočjo High Speed Ethernet Server 
funkcije robotu tudi pošiljamo omejene ukaze [7]. 
Oblika podatkovnega paketa 
Podatkovni paket High Speed Ethernet Server funkcije je sestavljen iz glave (32 bajtov) in 
podatkovnega dela (max. 479 bajtov). Paketek je lahko zahteva, ki pošlje podatke iz 
programirljivega logičnega krmilnika na robotski krmilnik ali pa odgovor, ki pošlje podatke iz 
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robotskega krmilnika na PLK. Razlika med zahtevo (tabela 4.1) in odgovorom (tabela 4.2) je del 
podnaslova paketa [7]. 
Tabela 4.1: Vrednosti glave podatkov zahteve podatkovnega paketa 
Tip bajt 0 bajt 1 bajt 2 bajt 3 
Identifikator določen niz znakov (YERC) 
Velikost podatkov velikost glave paketa 
(določen 0x20) 











Št. sklopa   
Rezerva 2 rezerva 2 (določen ''99999999'') 
Podnaslov št. naloge instanca 
atribut ukaz dodatna vrednost 
Delitev podatkov delitev podatkov (spremenljiva vrednost: 479 bajtov maksimalna vrednost) 
 
Tabela 4.2: Vrednosti glave paketov odgovora podatkovnega paketa 
Tip bajt 0 bajt 1 bajt 2 Bajt 3 
Identifikator določen niz znakov (YERC) 
Velikost podatkov velikost glave paketa 
(določen 0x20) 











Št. sklopa določi vrednost paketa (med 0 in 0x7fff_fff) in zadnjemu paketu 0x8000_0000 










dodana statusna vrednost dodatna vrednost 
Delitev podatkov delitev podatkov (spremenljiva vrednost: 479 bajtov maksimalna vrednost) 
 
V drugem sklopu dela sem pripravil vse zaslone za prikazovanje prenesenih podatkov. Izdelal 
sem pet glavnih krmilnih programov za prikazovanje različnih sklopov prenesenih podatkov. V 
primeru, da je podatke mogoče urejati, sem moral prikazovalnike temu primerno nastaviti in 
urediti varnostne funkcije vseh prikazovalnikov. 
Tretji sklop je vseboval izdelavo programa za komunikacijo med robotskim krmilnikom in PLK, 
deloma sem lahko uporabil program iz diplomskega dela in ga nadgradil, nato je sledilo 
13 
 
urejanje funkcij za prenos podatkov. Ker je vsak tip podatkov zapisan v drugačni obliki, sem 
moral za vsak tip podatkov narediti ločeno funkcijo za prenos in dešifriranje prejetih podatkov. 
 
V četrtem sklopu sem moral najprej pripraviti testno mesto in pripraviti vse naprave za začetek 
testiranja. Za testiranje sem uporabil testni pult, ki vsebuje PLK in zaslon na dotik, ter ju 
povezal z robotskim krmilnikom YRC1000 (slika 4.1). Testiranje je zajemalo odpravljanje vseh 





















5. Delovanje programa 
Krmilni program vmesnika lahko razdelimo na osem sklopov:  
• komunikacijski sklop programa, 
• funkcija za izmenjavo spremenljivk, 
• funkcija za izmenjavo stanj vhodov in izhodov, 
• funkcija za izmenjavo robotskih podatkov, 
• funkcija za branje obratovalnih stanj robotskega krmilnika, 
• prenos obratovalnih stanj robotskega krmilnika, 
• funkcija za izmenjavo podatkov robotskih programov, 
• prenos podatkov iz globalnega podatkovnega bloka v prikazovalni podatkovni blok, 
• prikazovanje izmenjanih podatkov. 
V nadaljevanju bom predstavil vsak sklop in razložil njegovo delovanje in vlogo v krmilnem 
programu (slika 5.1). Program sem programiral lestvično (LAD), večino blokov uporabljenih v 
lestvičnem programu sem pripravil z SCL kodo (structured control language). 
 
Slika 5.1: Grafični prikaz delovanja uporabniškega vmesnika 
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5.1 Komunikacijski sklop programa 
Komunikacijski protokol med robotskim krmilnikom in PLK sem vzpostavil in uporabil že v 
diplomskem delu [1], zato bom predstavil samo spremembe in dopolnitve programa.  
Čeprav komunikacijski del programa temelji na enakem principu kot v diplomskem delu, se 
razlikuje v kar nekaj točkah. Za prikazovanje vseh želenih podatkov sem moral te prenesti iz 
robotskega krmilnika. Težava je v tem, da robotski krmilnik te podatke shranjuje na različne 
načine. Nekateri podatki so shranjeni v datotekah in lahko do njih pridemo le s prenosom 
celotne datoteke. Drugi so shranjeni kot samostojne vrednosti in lahko neposredno 
zahtevamo njihov prenos. Tako dobimo dve različici prenosa podatkov. Prva je prenos 
vrednosti oziroma stanj robotskega krmilnika (Robot control/Status reading), druga pa je 
prenos datotek (File control). 
Razlika med njima je UDP naslov (User Datagram Protocol), na katerem se izmenjava podatkov 
izvaja. UDP je nepovezovalni protokol za izmenjavo podatkov [8]. Vsaka funkcija robotskega 
krmilnika izvršuje ukaze na različnem UDP naslovu, tako moramo za izvršitev želene funkcije 
poznati njen UDP naslov. Za izmenjavo vrednosti in stanj robotskega krmilnika moramo z 
robotskim krmilnikom komunicirati na UDP naslovu 10040, izmenjava datotek pa se izvaja na 
naslovu 10041.  Komunikacijski program bi bil lahko za obe funkciji enak in bi UDP naslov 
predstavljala spremenljivka, ki bi zavzela želeno vrednost glede na tip podatkov, ki ga 
pošiljamo. Vendar bi to pomenilo, da bi morali ob zamenjavi tipa podatkov povezavo prekiniti, 
zamenjati vrednost UDP naslova, povezavo nato ponovno vzpostaviti in šele nato poslati 
zahtevo za podatke. Ker to ni najboljša odločitev zaradi robustnosti komunikacije, sem se raje 
odločil za vzpostavitev dveh komunikacijskih kanalov pri čemer je vsak namenjen svojemu tipu 
podatkov. Tako sem komunikacijski del podvojil, prvi je ostal namenjen izmenjavi stanj 




Slika 5.2: Komunikacijski blok programa za prenos stanj (levo), za prenos datotek (desno) 
Tako hkrati poteka komunikacija na dveh kanalih, ki sta vedno pripravljena za izmenjavo 
želenih podatkov. Ker se obe funkciji izvajati hkrati, sem moral poskrbeti, da komunicirata med 
seboj in jima dodeliti tudi ločena komunikacijska vhoda na strani PLK (slika 5.3). 
 




Za lokalne vhode na PLK sem si izbral naslova 2000 in 2001, to pa zato, ker so naslovi do 2000 
že zasedeni. Naslovi od 2000 naprej so prosti in sem jih lahko uporabil za vzpostavitev 
komunikacije. Kljub vzpostavitvi povezave lahko pride do napake na strani robotskega 
krmilnika po vzpostavitvi komunikacije. Temu se izognemo tako, da povezavo avtomatsko 
prekinemo vsakih 5 sekund in jo takoj ponovno vzpostavimo. Tako je zagotovljeno, da je 
komunikacija vedno vzpostavljena in podatkovni paketi lahko potujejo med PLK in robotskim 
krmilnikom. 
Poleg vzpostavitve dveh komunikacijskih kanalov sem sprogramiral tudi funkcijo, ki krmilni 
program prestavi v želeni korak glede na to, katere podatke želim izmenjevati. Korak, v 
katerega se bo program prestavil, se določi v funkciji FC_step_NR (slika 5.4). Na vhod funkcije 
so pripeljani vsi ukazi, ki krmilijo zaslone vmesnika in prikazujejo želene vrednosti. Glede na 
kombinacijo le-teh se nato program postavi v korak, ki bo prenesel želene podatke. Funkcijo 
krmili 12 vhodnih spremenljivk. Glavna spremenljivka je READ, ki jo krmili program glede na 
stanje sistema. To spremenljivko uporabljam za to, da zagotovim, da se pošiljanje zahteve 
zgodi samo enkrat in ne ciklično. Tako je komunikacijski kanal vedno prost in ne zaseden z 
nepotrebnimi podatkovnimi paketi. 
 
Slika 5.4: Krmilni program za izbiro koraka za prenos datotek ali stanj robotskega krmilnika 
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Kot vidimo na sliki 5.4, je pogoj za prenos imen vseh robotskih programov, da so vse ostale 
zahteve za prenos ostalih tipov podatkov neaktivne. Tako sem zagotovil, da se hkrati ne more 
izvesti zahteva za izmenjavo dveh tipov podatkov hkrati. Pogoj za prejemanje imen programov 
je tudi, da je spremenljivka READ postavljena na vrednost 1 in spremenljivka SEND, ki je 
namenjena za pošiljanje podatkov na robotski krmilnik, enaka 0. V primeru, da so izpolnjeni 
vsi pogoji, se program za izmenjavo datotek postavi v želeni korak in pošlje zahtevo za prenos 
imen vseh robotskih programov. Na podoben način se izvede tudi določanje koraka za prenos 
vseh ostalih podatkov. Nekateri imajo bolj zahtevne pogoje glede na to, koliko različnih 
spremenljivk se lahko izmenja. 
Kot vidimo na sliki 5.4, je predpogoj za vstop programa v katerikoli korak za izmenjavo 
podatkov, da spremenljivki #ot_READ in #ot_SEND zavzemata pravilni vrednosti. 
Spremenljivka SEND se uporablja samo v primeru pošiljanja podatkov na robotski krmilnik in 
v večini primerov zavzema vrednost 0. Spremenljivka #ot_READ je tako tista, ki omogoča 
programu vstop v želeni korak in je odvisna od stanj drugih spremenljivk v krmilnem programu. 
Krmiljenju te spremenljivke je namenjena funkvija FC_set_read (slika 5.5). 
 
Slika 5.5: Program za določanje stanja spremenljivke READ 
Spremenljivko #ot_READ na želeno vrednost postavljajo vsi ukazi za prenos katerihkoli 
podatkov. Glavno omejitev postavitve spremenljivke na vrednost 1 predstavlja spremenljivka 
#in_first_select. Tako zagotovimo, da se vsak korak izvede samo enkrat in ne neskončno-krat. 
Na koncu vsakega koraka je ukaz, ki spremenljivko #in_first_select postavi na vrednost 1 v 
primeru, da se je prenos podatkov uspešno izvedel. V nasprotnem primeru te vrednosti ne 
zasede in ostane na vrednosti 0. 
Poleg razlike v komunikacijskem naslovu pri izmenjavi robotskih stanj in izmenjavi datotek je 
razlika tudi pri pošiljanju in prejemanju podatkovnih paketov za en ali drug komunikacijski blok 
(slika 5.6 in slika 5.7). 
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V primeru izmenjave statusnih podatkov ali stanj robotskega krmilnika se med robotskim 
krmilnikom in PLK izmenjata samo 2 paketa. PLK pošlje robotskemu krmilniku zahtevo za 
želene podatke in robotski krmilnik odgovori z želenimi podatki. Vsaka izmenjava podatkov se 
izvede z različno zaporedno številko (ID). Tako lahko pošiljanje in prejemanje izvajamo takrat, 
ko sta zaporedni številki prejetega paketa in poslanega paketa različni. Ko robotski krmilnik 
odgovori s podatkovnim paketom iste zaporedne številke, lahko s prejemanjem prekinemo. 
 
Slika 5.6: Ukaz za pošiljanje paketa za izmenjavo datotek (levo), ukaz za izmenjavo statusnih podatkov (desno) 
 
Slika 5.7: Ukaz za prejemanje paketa za izmenjavo datotek (levo), ukaz za izmenjavo statusnih podatkov (desno) 
Če želimo med robotskim krmilnikom in PLK izmenjati datoteko, postopek poteka malo 
drugače. Sprva pošljemo robotskemu krmilniku zahtevo želenih podatkov. Robotski krmilnik 
nam nato odgovori s prvim delom podatkov, saj je podatkovni paket omejen na velikost 479 B. 
Ko PLK prejme paket s podatki, odgovori s potrditvijo o prejetju paketa in robotski krmilnik 
pošlje naslednji paket z ostalimi podatki. Ta izmenjava se ponavlja, dokler robotski krmilnik ne 
pošlje celotne datoteke in PLK ne potrdi sprejema. Zadnji paket podatkov robotski krmilnik 
označi z določeno vrednostjo blokovnega števila, ki označuje, da se je prenesla celotna 
datoteka. V primeru, da se to ne zgodi, PLK ne ve, ali je prejel celotno datoteko in program 
nam javi napako. Program javi napako v primeru prejetega podatkovnega paketa z napako ali 
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če se podatki ne izmenjajo v nastavljenem časovnem okviru petih sekund. Ker celotna 
izmenjava podatkovnih paketov uporablja enako zaporedno številko zahteve, je za pošiljanje 
in prejemanje paketov uporabljena nova spremenljivka, ki se spremeni šele, ko so vsi paketi 
prejeti. 
Ker pošiljanje in prejemanje podatkovnih paketov temelji na pravilnem zaporednem številu 
poslanih zahtev, sem moral sinhronizirati oba komunikacijska bloka, da je zaporedna številka 
poslanega paketa pravilna. To sem dosegel tako, da sem zaporedno številko paketa 
(command ID) definiral kot globalno spremenljivko, v katero oba bloka zapisujeta zaporedno 
številko (slika 5.8). Tako se nikoli ne ponovi zahteva z že uporabljeno zaporedno številko. 
 
Slika 5.8: Sinhronizacija zaporedne številke paketov obeh komunikacijskih blokov 
 
Ob začetku krmilni program kreira zahtevo zaporednega števila paketa in ga prepiše iz 
globalnega podatkovnega bloka na statično spremenljivko instančnega bloka 
komunikacijskega bloka, ki jo nato uporabi v kreiranju zahteve za izmenjavo podatkov. Ko se 
podatki pravilno izmenjajo, se vrednost poveča za ena in se nato zapiše nazaj v globalni 
podatkovni blok. 
5.2 Funkcija za izmenjavo spremenljivk 
Funkciji za prejemanje oziroma pošiljanje spremenljivk sta enaki in glede na podan ukaz 
napolnita podatkovni paket s pravimi podatki in ga pripravita za pošiljanje. Prejemanje in 
pošiljanje je v krmilnem programu izvedeno ločeno, saj je tako lažje odkriti napako. 
Prejemanje in pošiljanje spremenljivk je ločeno na dva koraka. Ob ukazu za branje 
spremenljivke program skoči v temu namenjen korak in pripravi podatkovni paket za pošiljanje 
zahteve za želene podatke (slika 5.9). Branje različnih spremenljivk zahteva ukazno številko, ki 





Slika 5.9: Polnjenje podatkovnega paketa z ukazom za branje integer spremenljivk 
Robotski krmilnik prejme našo prošnjo, jo obdela in nam odgovori z želenimi podatki. Ko je 
program v želenem koraku , se nikakor ne more izvesti noben drug ukaz, dokler se izmenjava 
podatkov uspešno ne zaključi. Naslednji korak je namenjen pošiljanju podatkov, vendar ima 
zelo podobno obliko prejšnjemu koraku (slika 5.10). Funkcija za branje ali pisanje 
spremenljivke je v obeh korakih enaka, vendar sem v prvem koraku vhod funkcije, ki sproži 
pošiljanje podatkov, postavil na vrednost 0 in tako zagotovil, da se v prvem koraku vedno 
izvede prejemanje podatkov. V naslednjem koraku  pa je na ta vhod funkcije pripeljana 




Slika 5.10: PošiljanJe in prejemanje spremenljivke tipa integer 
Ko se podatki uspešno pošljejo, se spremenljivka SEND resetira na vrednost 0 in program 
ponovno preide v stanje čakanja na nov ukaz. Ob koncu izvedenega koraka se številka koraka 
zapiše še v zunanji podatkovni blok. Tako lahko vedno preverimo, kateri korak se je zadnji 
izvedel in se prepričamo, da program deluje pravilno. 
5.2.1 Oblika in dekodiranje prejetih podatkov 
Robotski krmilnik vse podatke, ne glede na tip, pošlje v enaki obliki. To pomeni, da jih moramo 
dekodirati na način, ki prejete podatke spremeni v vrednosti zahtevanih podatkov. V primeru 
spremenljivk je to dokaj preprosto, saj glede na velikost tipa spremenljivke zavzamejo različno 
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število znakov prejetega paketa (tabela 5.1). Prejeti paket ima podatkovni del velik 479 bajt-
ov [1], ki glede na zahtevane podatke vsebujejo njihove vrednosti v različnih kombinacijah. 
Tabela 5.1: Velikost tipa spremenljivke v prejetih podatkih 
tip spremenljivke velikost spremenljivke 
Byte (B) 1 B 
Integer (I) 2 B 
Double (D) 4 B 
Real (R) 4 B  
String (S) 32 B 
P-točka (P) 42 B 
BP-točka (BP) 1 - 9 B (glede na število osi) 
EX_točka (EX) 9 B 
 
Kot vidimo v tabeli 5.1, se glede na tip spremenljivke spremeni tudi število spremenljivk, ki jih 
lahko prejmemo v enem paketu. Tako je lahko v enem paketu 474 spremenljivk tipa bajt 
(tabela 5.2), tipa Double pa samo 118 (tabela 5.3), saj smo omejeni z velikostjo enega 
podatkovnega paketa 479 B [1]. V tabelah 5.2 in 5.3 lahko vidimo, kako so spremenljivke 
zapisane v podatkovnem delu prejetega paketa [6]. 
Tabela 5.2: Oblika poslanih podatkov spremenljivke tipa byte 
32 bitni 
integer bajt 0 bajt 1 bajt 2 bajt 3 
1 število prenesenih spremenljivk 
2 spremenljivka B 1 spremenljivka B 2 spremenljivka B 3 spremenljivka B 4 





474     
 
 
Tabela 5.3: Oblika poslanih podatkov spremenljivke tipa double 
32 bitni integer bajt 0 bajt 1 bajt 2 bajt 3 
1 število prenesenih spremenljivk 
2 spremenljivka D 1 
:   




V prvih štirih  bajtih prejetega podatkovnega paketa je zapisano število prejetih spremenljivk. 
To število se mora ujemati s številom spremenljivk, katerega smo podali v zahtevek. Tako lahko 
dodatno preverimo ali prejeti paket pripada zahtevi, ki smo jo poslali. 
Prejeti podatki se zapišejo v pomnilnik in jih je nato treba dekodirati. V primeru spremenljivke 
tipa bajt je dekodiranje preprosto, saj vsak prejeti bajt predstavlja vrednost ene spremenljivke. 
Treba je samo vedeti, kateri spremenljivki pripadajo katere vrednosti. Program zapiše prejete 
podatke v pomnilnik vrednosti spremenljivk glede na njihovo zaporedje oziroma vrednosti, ki 
smo jih zahtevali z zahtevo. Ko začnemo izmenjevati spremenljivke, ki zavzemajo več bajtov, 
postane dekodiranje malo bolj zahtevno, saj je treba več ločenih bajtov združiti v eno vrednost 
(slika 5.11). Tako program prejete podatke zapiše na začasno spremenljivko kot ločene bajte, 
ki skupaj predstavljajo celotno vrednost, ki jo lahko nato zapišemo v pomnilnik. Program 
najprej preveri, ali se zaporedni številki podatkovnih paketov ujemata, nato ali smo podatke 
pošiljali ali prejemali in glede na rezultat nato dekodira podatke. 
 
Slika 5.11: Dekodiranje prejetih podatkov spremenljivke tipa double 
Položajne spremenljivke robota (P), bazne postaje (BP) in pozicionerja (EX) zavzemajo več 
vrednosti, saj vsebujejo vse podatke o točki, v kateri se robot nahaja. Položajne spremenljivke 
so vrednosti točke, v kateri se nahaja robot, bazna postaja ali pozicioner, v njih so zapisane vse 
vrednosti osi naprave v določeni točki. 
V tabeli 5.4 je zapisana oblika prejetih podatkov položajne spremenljivke robota. V tabeli lahko 
vidimo, da spremenljivka vsebuje vse podatke robota in položaje vseh osi v določeni točki. V 




Tabela 5.4: Oblika prejetih podatkov položajne spremenljivke P 
32 bitni integer bajt 0 bajt 1 bajt 2 bajt 3 
1 število prenesenih spremenljivk 
2 tip podatkov 
3 oblika 
4 številka izbranega orodja 
5 številka izbranega koordinatnega sistema 
6 razširjena oblika 
7 koordinatni podatki prve osi robota, P 1 
8 koordinatni podatki druge osi robota,  P 1 
9 koordinatni podatki tretje osi robota,  P 1 
10 koordinatni podatki četrte osi robota,  P 1 
11 koordinatni podatki pete osi robota,  P 1 
12 koordinatni podatki šeste osi robota,  P 1 
13 koordinatni podatki sedme osi robota, P 1 
14 koordinatni podatki osme osi robota,  P 1 
:   
118 koordinatni podatki osme osi robota,  P 9 
 
Tabela 5.5: Obrazec za dekodiranje prejetih podatkov položajne spremenljivke P (oblika) 
Oblika  0 1 
 bit 0 spredaj zadaj 
 bit 1 zgornja roka spodnja roka 
 bit 2 obrnjen na glavo obrnjen pravilno 
 bit 3 R < 180 R ≥ 180 
 bit 4 S < 180 S ≥ 180 
 bit 5 T < 180 T ≥ 180 
 bit 6   
 bit 7   
 
Tabela 5.6: Obrazec za dekodiranje prejetih podatkov položajne spremenljivke P (razširjena oblika) 
Razširjena oblika  0 1 
 bit 0 L < 180 L ≥ 180 
 bit 1 U < 180 U ≥ 180 
 bit 2 B < 180 B ≥ 180 
 bit 3 E < 180 E ≥180 
 bit 4 W < 180 W ≥ 180 
 bit 5 rezerva  
 bit 6 rezerva  
 bit 7 rezerva  
 




V primeru položajnih spremenljivk je tako treba upoštevati strukturo celotnih podatkov in jih 
pravilno dekodirati, da lahko prikažemo pravilne vrednosti. Zaradi prostora, ki ga položajne 
spremenljivke zavzemajo, smo omejeni še na manjše število prenesenih spremenljivk. Tako se 
lahko v podatkovnem paketu izmenja največ 9 robotskih položajnih spremenljivk, položajnih 
spremenljivk bazne postaje in pozicionerja pa največ 13 [6]. 
Najbolj zahtevno dekodiranje vrednosti predstavlja spremenljivka tipa real R, saj gre za 
predznačeno število, zapisano v eksponentni obliki. Čeprav ima podatek enako obliko kot 
spremenljivka double (4 bajt-e), je treba vrednost drugače dekodirati. Če želimo vrednost 
pravilno dekodirati in prikazati, jo moramo sprva zapisati v binarni obliki (slika 5.12). Podatek 
moramo nato dekodirati z uporabo enačbe 5.1. 







Slika 5.12: Bitni zapis spremenljivke tipa real (R) 
 
Primer (slika 5.12): 
• 𝑝𝑟𝑒𝑑𝑧𝑛𝑎𝑘 =  𝑏31 = 0, 
• (−1)𝑝𝑟𝑒𝑑𝑧𝑛𝑎𝑘 = (−1)0 = +1, 
• 𝑒 = 𝑏30𝑏29 … 𝑏23 = ∑ 𝑏23+𝑖 ∙ 2
+𝑖7
𝑖=0 = 124, 
• 2𝑒−127 = 2124−127 = 2−3, 
• 1 + ∑ 𝑏23−𝑖 ∙ 2
−𝑖23
𝑖=1 = 1 + 1 ∙ 2
−2 = 1,25, 
Tako pridemo do rezultata: 




Če se je prejemanje podatkov izvedlo pravilno, program poveča zaporedno številko paketa, 
resetira spremenljivko za pošiljanje ukaza in zapusti korak za prejemanje spremenljivke (slika 
5.13). Izhodiščni korak krmilnega programa je korak 0. V primeru, da prejemanje podatkov ni 
bilo uspešno, nam robotski krmilnik to sporoči v poslanem paketu. V takem primeru nam 
program to javi s povečanjem spremenljivke napake in moramo nato temu primerno ukrepati. 
 
Slika 5.13: Zaključek uspešne izmenjave podatkov 
5.2.2 Pošiljanje vrednosti spremenljivk na robotski krmilnik 
Pošiljanje novih vrednosti spremenljivk se izvede v temu namenjenemu koraku. Izvede se ista 
funkcija kot pri prejemanju podatkov, le potek izvršitve ukaza je drugačen oziroma se 
podatkovni paket napolni z drugimi podatki. Razlika v prejemanju ali pošiljanju podatkov 
spremenljivk je samo v različni vrednosti številke storitve v glavi podatkovnega paketa. Ostale 
vrednosti, ki niso navedene v tabeli 5.7, ostanejo vedno enake in se ne spreminjajo. Izjema je 
samo podatek, ki pove velikost poslanega paketa, ki ga moramo vedno nastaviti na pravilno 
vrednost, drugače izmenjava podatkov ne bo uspela [6]. 
Tabela 5.7: Podatki glave podatkovnega paketa za izmenjavo spremenljivke tipa integer (I)  
Ukaz 0x303 
Instanca določi eno vrednost: 
0-99  
(vpisana vrednost predstavlja prvo zaporedno številko 
spremenljivke ki bo prenesena) 
Atribut 0 
Storitev 
0x33 branje podatkov 
0x34 brisanje podatkov 
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Velikost poslanega paketa je definirana s številom poslanih spremenljivk (slika 5.14). Tako  
robotskemu krmilniku sporočimo velikost podatkov, ki mu jih pošiljamo in jih bo lahko pravilno 
obdelal. V primeru spremenljivke tipa integer bo podatkovni paket vseboval število bajt-ov, ki 
bo enako dvakratniku števila spremenljivk, saj vsaka spremenljivka tipa integer zasede dva 
bajt-a. Podatkovni paket vsebuje na začetku še dodatne 4 bajt-e, ki definirajo število poslanih 
spremenljivk. 
 
Slika 5.14 Priprava podatkovnega paketa za pošiljanje spremenljivke tipa integer 
Prav tako kot pri dekodiranju prejetih podatkov, je treba vse poslane podatke pripraviti in 
pretvoriti v obliko, primerno za pošiljanje. Oblika mora biti enaka prejetim podatkom, zato 
lahko za to uporabimo enak postopek, kot smo ga uporabili za dekodiranje, le v obratnem 
vrstnem redu. 
5.3 Funkcija za izmenjavo stanj vhodov in izhodov  
Izmenjava stanj vhodov in izhodov poteka identično kot izmenjava vrednosti spremenljivk. 
Glavna razlika je v tem, da je ukaz za izmenjavo vseh različnih vhodov in izhodov enak, 
spreminja se le instanca v glavi podatkovnega paketa glede na tip vhoda oziroma izhoda. 
Vrednost instance in ostalih podatkov glave ukaza, ki pripada določenemu tipu vhoda ali 
izhoda, lahko vidimo v tabeli 5.8. Ker so ostale vrednosti enake, lahko pripravimo podobno 
funkcijo kot za izmenjavo spremenljivk, le da instanco zamenjamo s spremenljivko, ki zavzame 





Tabela 5.8: Podatki glave paketa podatkovnega paketa za izmenjavo stanj vhodov in izhodov  
Ukaz 0x300 
Instanca 1-512:               (univerzalni vhodni signal) 
1001-1512:      (univerzalni izhodni signal) 
2001-2512:      (zunanji vhodni signal) 
2701-2956:      (mrežni vhodni signal) 
3001-2512:      (zunanji izhodni signal) 
3701-3956:      (mrežni izhodni signal) 
4001-4160:      (sistemski vhodni signal) 
5001-5300:      (sistemski izhodni signal) 
6001-6064:      (IF panel vhodni signal) 
7001-7999:      (pomožni relejski statusni signal) 
8001-8128:      (nadzorni statusni signal) 
8201-8220:      (pseudo vhodni signal) 
Atribut 0 
Storitev 
0x33 Branje podatkov 
0x34 Pisanje podatkov 
 
Vrednost instance za izmenjavo želenih vrednosti se spreminja v funkciji za določanje koraka 
programa (FC_step_NR). Izmenjava stanj vhodov in izhodov se vedno zgodi v istem koraku 
programa, le da se v njem spreminja vrednost instance, ki zavzame vrednost glede na želen 
tip izmenjanih podatkov (slika 5.15). 
 
Slika 5.15: Program za določanje instance izmenjave vhodov/izhodov 
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Prav tako kot pri izmenjavi spremenljivk, je v primeru izmenjave stanj IO podatkov treba 
prejete podatke dekodirati. V primeru IO podatkov je to lažje, saj vsak prejeti bajt predstavlja 
vrednost enega vhoda ali izhoda. Tako moramo samo pravilno povezati zaporedno številko 
vhoda s prejetim podatkom in ga prikazati. Malo drugače je v primeru tipa univerzalnih in 
pseudo signalov, saj je vsak vhod ali izhod prikazan kot en bit celotne vrednosti zaporednega 
stanja. To pomeni, da pri izmenjavi univerzalnih podatkov izmenjamo samo 3 IO podatke 
(24 bitov), v primeru ostalih tipov pa izmenjamo 24 IO podatkov. Univerzalne in pseudo 
podatke moramo tako posebej obdelati in prikazati kot bitne vrednosti celotnega podatka 
(slika 5.16).  
 
Slika 5.16: Dekodiranje prejetih podatkov tipa pseudo IO 
Funkciji za izmenjavo IO podatkov sem dodal še možnost konstantnega spremljanja stanj 
IO podatkov (Online diagnostics). Ta način delovanja sprožimo s pritiskom tipke ONLINE na 
prikazovalnem zaslonu (slika 5.17). V tem načinu delovanja si robotski krmilnik in PLK 
konstantno izmenjujeta podatkovne pakete ne glede na stanje vhodov in izhodov. Tako lahko 
spremljamo trenutna IO stanja in vidimo spremembe takoj in ne samo takrat, ko osvežimo 
stanja. Pomembno je, da ta način delovanja izklopimo, ko izmenjujemo druge tipe podatkov, 




Slika 5.17: Prikazovalni zaslon stanj vhodov in izhodov robotskega krmilnika 
5.4 Funkcija za izmenjavo robotskih podatkov  
V primeru prikazovanja podatkov robotskih osi je treba najprej preveriti koliko robotov, 
pozicionerjev in baznih postaj robotska celica vsebuje in koliko osi ima posamična enota. Tako 
se lahko prikazovalni zaslon teh podatkov spremeni v primerno obliko, da vidimo priključene 
robote in njihove osi (slika 5.18). Na sliki 5.18 lahko vidimo dva primera, levo je primer 
robotske celice z enim robotom s šestimi osmi, desni primer prikazuje robotsko celico z dvema 
robotoma, drugi robot ima štiri osi. Izmenjamo lahko trenutne položaje osi, izhodiščne 
položaje osi in maksimalne navore v oseh robotov, baznih postaj in pozicionerjev. 
 
Slika 5.18: Prikazovanje podatkov robotskih osi 
32 
 
Tako se najprej, ko izberemo prikazovanje podatkov robotskih osi, izvede funkcija, ki od 
robotskega krmilnika dobi podatke o vseh priključenih napravah. Težava je le v tem, da ena 
prošnja za podatke dobi odgovor le o enoti, za katero smo spraševali (tabela 5.9). Če enota, 
kateri zaporedna instanca pripada, ni priključena, nam robotski krmilnik vrne odgovor z 
napako. Ker lahko robotski krmilnik krmili 8 robotov, 8 baznih postaj in 24 pozicionerjev [1], 
moramo poslati 40 prošenj, na katere nato dobimo odgovore, če je naprava priključena. Tako 
s to funkcijo izvemo, koliko naprav je na robotski krmilnik priključenih in koliko osi vsebuje 
vsaka naprava. Te podatke je treba nato spremeniti v primerno obliko in jih uporabiti za 
krmiljenje prikazovalnega zaslona [6].  
Tabela 5.9: Podatki glave paketa podatkovnega paketa za preverjanje priključenih naprav na robotski krmilnik  
Ukaz 0x74 
Instanca 1-8:                 (R1 -R8 (pulzna vrednost)) 
11-18:            (B1-B8 (pulzna vrednost)) 
21-44:            (S1-S24 (pulzna vrednost)) 
101-108:       (R1-R8 (vrednost v stopinjah)) 
111-118:       (B1-B8 (vrednost v stopinjah)) 
Atribut 1:     (''ime osi'' prve osi) 
2:     (''ime osi'' druge osi) 
3:     (''ime osi'' tretje osi) 
4:     (''ime osi'' četrte osi) 
5:     (''ime osi'' pete osi) 
6:     (''ime osi'' šeste osi) 
7:     (''ime osi'' sedme osi) 
8:     (''ime osi'' osme osi) 
Storitev 
0x0E (branje enega atributa) 
0x01 (branje vseh atributov) 
 
Podatki o številu priključenih naprav in številu njihovih osi se zapišejo v globalni podatkovni 





Slika 5.19: Podatki števila priključenih naprav in števila njihovih osi 
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Ko smo prejeli in obdelali podatke o vseh priključenih napravah, lahko začnemo z izmenjavo 
želenih vrednosti osi. Branje podatkov trenutnih vrednosti in maksimalnih navorov osi 
robotov, baznih postaj in pozicionerjev ne predstavlja nobenih problemov, saj je postopek 
popolnoma enak kot pri ostalih izmenjevalnih funkcijah. Ukaz za izmenjavo podatkov 
napolnimo s pravimi vrednostmi (tabela 5.10) in ga pošljemo robotskemu krmilniku, prejete 
podatke nato dekodiramo in prikažemo na prikazovalnem zaslonu [6]. 
Tabela 5.10: Podatki glave paketa podatkovnega paketa za branje trenutnega položaja in maksimalnih navorov osi 
Ukaz 0x75 (ukaz za branje položajev osi) 
0x77 (ukaz za branje maksimalnih navorov osi) 
Instanca 1-8:               (R1 -R8 (pulzna vrednost)) 
11-18:           (B1-B8 (pulzna vrednost)) 
21-44:           (S1-S24 (pulzna vrednost)) 
101-108:       (R1-R8 (vrednost v stopinjah)) 
Atribut 1: tip podatkov  
2: oblika (tabela 7.5) 
3: številka izbranega orodja 
4: številka izbranega koordinatnega sistema 
5: razširjena oblika (tabela 7.6) 
6: podatki prve osi 
7: podatki druge osi 
8: podatki tretje osi 
9: podatki četrte osi 
10: podatki pete osi 
11: podatki šeste osi 
12: podatki sedme osi 
13: podatki osme osi 
Storitev 0x0E (branje enega atributa) 
0x01 (branje vseh atributov (v tem primeru atribut 0)) 
 
5.4.1 Izmenjava in dekodiranje prejetih izhodiščnih podatkov osi 
Bolj kompleksen del je izmenjava izhodiščnih podatkov osi naprav, saj so podatki vseh naprav 
zapisani v eni datoteki, ki jo je treba prenesti na PLK in glede na rezultate prve poizvedbe o 
priključenih napravah nato temu primerno dekodirati. Datoteka, ki vsebuje te podatke, se 
imenuje ABSO.DAT in jo je treba izmenjati s prej omenjenim načinom za izmenjavo datotek. 
Število izmenjanih paketov je odvisno od velikosti datoteke, ki je neposredno odvisna od 
števila priključenih naprav in števila osi, ki jih naprave vsebujejo. Podatki v datoteki ne 
vsebujejo oznak, kateri napravi pripadajo in so samo zapisani v zaporedju (slika 5.20). Tako 
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moramo glede na podatke, ki smo jih prejeli s prvo funkcijo, prejete podatke primerno 
dekodirati in zapisati na ustrezna mesta. 
 
Slika 5.20: Podatki datoteke ABSO.DAT 
Kot vidimo s slike 6.20, ne moremo razbrati, čemu pripadajo kateri podatki.  Opazimo le, da 
imamo na začetku datoteke tri standardne vrstice, ki jih lahko preskočimo, nato pa se začnejo 
izhodiščni podatki osi. Ne vemo niti ali podatki 4. in 5. vrstice pripadajo osi naprave, ki ima 6 
osi ali pa sta to dve napravi, ena s štirimi in naslednja z dvema osema. 
Prejete podatke dekodiramo s funkcijo za dekodiranje izhodiščnih podatkov osi. Funkcija 
deluje tako, da poišče začetek izhodiščnih podatkov osi. To stori tako, da poišče prve tri 
prehode novih vrstic in se postavi na naslednji podatek po prelomu vrstice (slika 5.21). 
 
Slika 5.21: Določitev začetka izhodiščnih podatkov osi 
Nato funkcija poišče prvi separator (vejico) med podatki osi in vzame naslednji znak kot 
začetek podatkov. Nato poišče naslednjo vejico in predhodni znak vzame za konec podatkov. 
Znake med tema položajema nato zapiše v začasno zbirko vrednosti. Te znake nato pretvori iz 
zbirke vrednosti v spremenljivko tipa string, ki zdaj zavzema vrednost osi. Funkcija tako poišče 
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vse vrednosti in jih zapiše v zaporedju v globalni podatkovni blok (slika 5.22). Med 
dekodiranjem podatkov funkcija tudi išče prelome vrstic, saj v nekaterih primerih predstavljajo 
konec podatkov ene osi. 
 
Slika 5.22: Ločevanje izhodiščnih podatkov vsake osi 
5.4.2 Priprava podatkov za pošiljanje novih izhodiščnih vrednosti 
Ker izhodiščni podatki v datoteki nimajo točno določenih položajev in velikosti, je treba tudi 
pri spremembi podatkov in pošiljanju nove podatke zapisati v pravilni obliki. Prejeti izhodiščni 
podatek prve osi je lahko prej zavzemal pet znakov, novi podatek pa lahko zavzema od enega 
do šest znakov. Taka sprememba vpliva na položaj vseh ostalih podatkov v datoteki. Tako mora 
funkcija nove podatke zapisati v pravilnem zaporedju in temu primerno prilagoditi tudi ostale 
podatke, da bo celotna datoteka pravilno zgrajena (slika 5.23). Funkcija za pripravo podatkov 
deluje tako, da prejete podatke zapiše v ločen podatkovni blok in ponovno poišče tretji prelom 
vrstice, tako kot pri dekodiranju. Nato poišče prejeti izhodiščni podatek prve osi in ga 
nadomesti z novim podatkom in hkrati preverja tudi velikost stare in nove vrednosti (število 
znakov). Ker je nova vrednost v obliki string spremenljivke, jo je treba pretvoriti v zbirko 
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znakov, ki se bodo nato v pravilnem zaporedju zapisali v datoteko. Po zapisu novih podatkov 
funkcija za njimi zapiše prejete znake, ki se nahajajo za staro izhodiščno vrednostjo. Tako 
funkcija poišče vse izhodiščne vrednosti osi in jo najprej zamenja z novo vrednostjo, za njo pa 
nato doda prejete podatke, ki so v pravilni obliki za pošiljanje. Ko funkcija zaključi zamenjavo 
vseh vrednosti, te zapiše v pomnilnik, kjer jih nato funkcija za pošiljanje podatkov napolni v 
podatkovne pakete in pošlje robotskemu krmilniku. 
 
Slika 5.23: Priprava novih izhodiščnih podatkov za pošiljanje 
38 
 
5.5 Funkcija za branje obratovalnih stanj robotskega krmilnika 
Obratovalna stanja robotskega krmilnika vsebujejo statusne informacije, obratovalne čase, 
aktivne alarme in zgodovino alarmov. Funkcije za branje obratovalnih stanj vsebujejo 
kombinacije vseh prej navedenih funkcij, saj branje podatkov poteka enako kot prej, samo 
dekodiranje podatkov je drugačno.  
5.5.1 Branje in dekodiranje obratovalnih časov robotskega krmilnika 
Najbolj preprost je zapis prejetih podatkov obratovalnih časov, saj moramo samo za vsako 
želeno vrednost poslati zahtevo in vsakič dobimo samo eno vrednost. Tako samo večkrat 
pošljemo zahtevo za branje časov z drugo instanco (tabela 5.11) in prejete podatke zapišemo 
v globalni podatkovni blok. V tabeli 5.11 so prikazane nastavitve glave paketa za izmenjavo 
obratovalnih časov robotskega krmilnika, želeno vrednost dobimo z izbiro pravilne 
instance [6]. 
Tabela 5.11: Podatki glave podatkovnega paketa za pridobivanje obratovalnih časov 
Ukaz 0x88  
Instanca 1: obratovalni čas naprave 
10: servo obratovalni čas (skupni) 
11-18: servo obratovalni čas (R1 - R8) 
21-44: servo obratovalni čas (S1 - S24) 
110: predvajalni čas (skupni) 
111-118: predvajalni čas (R1 - R8) 
121-144: predvajalni čas (S1 - S24) 
210: čas gibanja (skupni) 
211-218: čas gibanja (R1 - R8) 
221-244: čas gibanja (S1 - S24) 
301-308: operacijski čas  
Atribut 1: začetni čas operacije 
2: pretečeni čas 
Storitev 0x0E (branje enega atributa) 
0x01 (branje vseh atributov (v tem primeru atribut 0)) 
 
Tabela 5.12 padaja obliko prejetih podatkov funkcije za izmenjavo obratovalnih časov 
robotskega krmilnika. Glede na vrednost storitve lahko prejmemo oba podatka (začetni čas in 






Tabela 5.12: Oblika prejetih podatkov obratovalnih časov 
32 bitni 
integer bajt 0 bajt 1 bajt 2 bajt 3 
1 
začetni čas operacije 
(string znakov: 16 znakov) 












5.5.2 Branje in dekodiranje obratovalnih stanj robotskega krmilnika 
Branje obratovalnih stanj robotskega krmilnika se zgodi v enem koraku, saj se vsi obratovalni 
podatki prenesejo v enem podatkovnem paketu. Obratovalni podatki so zapisani v dva byta 
(tabela 5.14, tabela 5.15 in tabela 5.16) in jih je treba, tako kot prej, pravilno dekodirati. 
Funkcija za dekodiranje oba bajta razbije na bitne vrednosti in glede na njihova stanja izpiše 
obratovalna stanja robotskega krmilnika (Slika 5.24). 
 
Slika 5.24 Program za dekodiranje prejetih podatkov obratovalnih stanj 
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Tabela 5.14 podaja obliko prejetih podatkov statusnih informacij robotskega krmilnika. Prejeti 
podatki so razdeljeni v dva dela (Podatek 1 in Podatek 2), vrednosti obeh delov so razložene v 
tabeli 5.15 in 5.16 [6]. 
Tabela 5.13: Prikaz oblike prejetih podatkov statusnih informacij (0x72)  
32 bitni integer bajt 0 bajt 1 bajt 2 bajt 3 
1 podatek 1 
2 podatek 2 
 
Tabela 5.14: Obrazec za dekodiranje prvega dela prejetih podatkov statusnih informacij 
Podatek 1 bit 0 korak 
  bit 1 1 cikel 
  bit 2 avtomatsko in neprekinjeno 
  bit 3 v obratovanju 
  bit 4 v varnem načinu 
  bit 5 ročni način (Teach) 
  bit 6 delovni način (Play) 
  bit 7 obratovalni način (Command remote) 
 
Tabela 5.15: Obrazec za dekodiranje drugega dela prejetih podatkov statusnih informacij 
Podatek 2 bit 0   
  bit 1 zaustavljen (krmilno učna enota) 
  bit 2 zaustavljen (zunanji element) 
  bit 3 napaka (ukaz) 
  bit 4 alarm 
  bit 5 napaka 
  bit 6 pogon vključen (servo ON) 
  bit 7   
 
5.5.3 Branje in dekodiranje aktivnih alarmov in zgodovine alarmov 
Funkciji za branje aktivnih alarmov in zgodovine alarmov sta si zelo podobni, saj so preneseni 
podatki v obeh primerih v enaki obliki (tabela 5.17). V tabeli 5.17 vidimo obliko prenesenih 
podatkov aktivnih in zgodovine alarmov. Iz tabele lahko razberemo, kaj vsak bit prenesenih 






Tabela 5.16: Prikaz oblike prejetih podatkov aktivnih alarmov in zgodovine alarmov  
32 bitni integer bajt 0 bajt 1 bajt 2 bajt 3 
1 
dodatne informacije o alarmu 
(string znakov: 16 črk) 
2 podatek alarma 
3 tip alarma 
4 
čas pojavitve alarma 
(string znakov: 16 znakov) 















dodatne informacije o alarmu 




23-43 dodatek dodatnim informacijam o alarmu  
(string znakov: 96 črk) 
44-67 
informacije alarmiranih osi 
(string znakov: 96 črk) 
 
V primeru branja aktivnih podatkov nam robotski krmilnik pošlje maksimalno štiri alarme, ki 
so aktivni v tem trenutku. V primeru, da aktivnih alarmov ni, je odgovor prazen podatkovni 
paket. V primeru branja zgodovine alarmov, moramo v zahtevi definirati, kateri tip alarma 
želimo (glavni alarm, obratovalni alarm, uporabniški alarm (sistemski), uporabniški alarm 
(uporabnik), alarm v nedelujočem stanju). Poleg zahteve o tipu alarma lahko definiramo tudi 
zaporedno številko alarma, ki ga želimo prebrati. Tako lahko preberemo vse alarme, ki so se 
zgodili na robotskem krmilniku. V primeru zgodovine alarmov se program za izmenjavo izvede 
petkrat in tako dobimo podatke o zadnjih petih alarmih katerega koli tipa alarmov. Prejete 
podatke funkcija nato dekodira (slika 5.25) in jih zapiše v globalni podatkovni blok, kjer so 





Slika 5.25: Dekodiranje prejetih podatkov aktivnih alarmov in zgodovine alarmov 
5.6 Funkcije za izmenjavo podatkov robotskih programov 
Podatke robotskih programov izmenjujejo tri funkcije. Prva funkcija od robotskega krmilnika 
zahteva spisek vseh datotek z zaključno kratico .JBI. Tako PLK prejme podatke vseh robotskih 
programov. Izmenjava spiska robotskih programov poteka enako kot pri izmenjavi izhodiščnih 
podatkov robotskih osi. Najprej PLK pošlje robotskemu krmilniku zahtevo za podatke, robotski 
krmilnik mu odgovori s prvim delom podatkov in tako naprej, dokler se ne izmenjajo vsi 
zahtevani podatki. Oblika zapisa prejetih podatkov imen robotskih programov je zapisana v 
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tabeli 5.18. Tudi dekodiranje podatkov se zgodi na podoben način, le da pri dekodiranju 
podatkov robotskih programov iščemo za začetek podatka separator ',' (vejico) in za konec 
podatkov štiri zaporedne znake v pravilnem zaporedju '.JBI' (slika 5.26). Prav tako moramo biti 
pozorni na prelome vrstic. Tako dobimo imena vseh robotskih programov, kreiranih na 
robotskem krmilniku in jih nato prikažemo na HMI zaslonu [6]. 
Tabela 5.17: Prikaz oblike prejetih podatkov spiska robotskih programov  
32 bitni integer bajt 0 bajt 1 bajt 2 bajt 3 
  1 . J B 
  I <CR> <LF> 2 
  . J B I 
  <CR> <LF> 3 3 
  . J B I 
 
 
Slika 5.26: Dekodiranje prejetih podatkov spiska robotskih programov 
Z drugo funkcijo lahko zahtevamo podatke izbranega robotskega programa. S pritiskom na 
izbrani robotski program pripravimo podatkovni paket z zahtevo želenega robotskega 




Slika 5.27: Prikazovalni zaslon vseh robotskih programov 
Izmenjava podatkov poteka enako, kot pri prejšnji funkciji. Razlika je le v tem, da mora 
podatkovni paket z zahtevo vsebovati ime želenega robotskega programa s pravilno kratico. 
Program (slika 5.28) obdela želeno ime tako, da ga sprva pretvori iz string oblike v zbirko 
znakov, kjer vsaka črka imena predstavlja svojo spremenljivko. Nato program z zanko pregleda 
celotno zbirko in poišče konec imena programa. V prazne prostore za imenom nato vstavi štiri 
znake '.JBI' ter nato celotno ime pretvori nazaj v tip spremenljivke string in zapiše v globalni 
podatkovni blok. Iz njega se nato prepiše v podatkovni paket in pošlje robotskemu krmilniku 
kot zahteva.  
 
Slika 5.28: Priprava pravilne oblike imena programa 
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Tretja funkcija je namenjena izmenjavi podatkov aktivnih robotskih programov. Robotski 
krmilnik lahko hkrati obdeluje 16 robotskih programov. Prvi program je glavni, ostalih 15 pa je 
vanj vgnezdenih [1]. Funkcija tako izmenja podatke vseh trenutno aktivnih programov. V 
primeru, da ni nobenega aktivnega programa, robotski krmilnik pošlje prazen odgovor. 
Podatki aktivnih robotskih programov so zapisani v enaki obliki kot pri izmenjavi spiska 
robotskih programov, tako da lahko za dekodiranje podatkov uporabimo isto funkcijo in 
podatke nato prikažemo. Tako lahko nato ponovno poženemo drugo funkcijo in z njo 
prenesemo ter dekodiramo podatke aktivnih robotskih programov. 
5.7 Prenos prejetih podatkov iz globalnega podatkovnega bloka v prikazovalni 
podatkovni blok 
Celoten krmilni program uporabniškega vmesnika lahko razdelimo na dva dela. Prvi del 
izmenjuje in dekodira podatke, drugi pa izmenjane podatke prikazuje na HMI zaslonu. Vsak 
del programa ima svoj podatkovni blok (slika 5.29), izmenjevalni podatkovni blok vsebuje 
prejete obdelane podatke, ki se nato prenesejo v prikazovalni (HMI) podatkovni blok. Bloka 




Slika 5.29: Prikaz ločenih podatkovnih blokov 
Podatkovna bloka sta povezana z več funkcijami, vsaka funkcija prenese en tip podatkov iz 
izmenjevalnega podatkovnega bloka v prikazovalni podatkovni blok in obratno (slika 5.30). 
Prenos podatkov iz izmenjevalnega podatkovnega bloka v prikazovalni podatkovni blok se 
zgodi avtomatsko, takoj ko se vrednosti zapišejo v izmenjevalni podatkovni blok, se prenesejo 
in zapišejo tudi v prikazovalni podatkovni blok. V primeru spremembe vrednosti v 
prikazovalnem podatkovnem bloku pa se vrednosti ne zapišejo takoj v prikazovalni blok, to pa 
zato, da ohranimo osnovne vrednosti v primeru napačne spremembe podatka. Ko smo 
podatek pravilno spremenili, se s potrdilom podatki prenesejo v izmenjevalni podatkovni blok 




Slika 5.30: Prenos podatkov spremenljivk med izmenjevalnim in prikazovalnim podatkovnim blokom 
5.8 Prikazovanje izmenjanih podatkov 
Prikazovalni zasloni uporabniškega vmesnika so kar se da podobni zaslonom na krmilno učni 
enoti robotskega krmilnika z nekaj razlikami. Z namenom prikazovanja čim več podatkov je v 
večini primerov na zaslonih vmesnika prikazanih več podatkov hkrati za razliko od krmilno 
učne enote. HMI vmesnik vsebuje 8 prikazovalnih zaslonov (slika 5.31), ki kažejo vse izmenjane 
podatke. Na osnovnem zaslonu (slika 5.32) lahko izberemo, katero od 5 skupin podatkov 
želimo spremljati: robotske programe, spremenljivke, stanja vhodov in izhodov, podatke 
robotskih osi in stanja sistema robotskega krmilnika. Glede na izbran tip podatkov se pojavi 
zaslon, ki te podatke prikazuje. Na njem lahko nato izberemo bolj natančno, katere podatke 
želimo pogledati. 
 
Slika 5.31: Seznam vseh prikazovalnih zaslonov 
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Predloga vseh zaslonov vmesnika je enaka in je enaka vsem ostalim krmilnim programom, ki 
jih uporablja podjetje Yaskawa, tako lahko dodamo uporabniški vmesnik v katerokoli že 
obstoječo celico. Na vseh zaslonih sta prikazana tudi datum in čas ter nekaj osnovnih tipk za 
prehod med zasloni. 
 
Slika 5.32: Osnovni zaslon HMI vmesnika 
5.8.1 Prikazovanje podatkov robotskih programov 
Na zaslonu, ki kaže podatke robotskih programov, lahko spremljamo dva tipa podatkov, 
pogledamo lahko vse obstoječe robotske programe ali pa aktivne robotske programe ter 
podatke, ki jih vsebujejo. Ob odprtju zaslona za spremljanje robotskih programov se sprva 
izvede funkcija za prenos imen vseh robotskih programov, ki se nato zapišejo v pomnilnik. 
Prvih enajst prenesenih robotskih programov je nato prikazanih na zaslonu (slika 5.33). Na 
robotskem krmilniku je hkrati prikazanih štirinajst robotskih programov, na vmesniku jih hkrati 
prikazujem manj zaradi boljše preglednosti in manj pomot pri izbiri programa pri prikazovanju 
njegove vsebine. Razlika med zaporedjem prikazanih programov na zaslonu na dotik in krmilno 
učni enoti je zaradi načina shranjevanja in prikazovanja robotskih programov robotskega 
krmilnika. Robotski krmilnik prikazuje programe v zaporedju od zadnjega spremenjenega 
naprej, imena robotskih programov pa pošlje v zaporedju glede na čas ustvaritve programa. 
Zaradi tega pride do razlike v zaporedju prikazovanih programov na krmilno učni enoti in 
zaslonu na dotik. 
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Slika 5.33: Prikazovalni zaslon imen vseh robotskih programov (levo: vmesnik, desno: robotski krmilnik) 
Prikazovanje vrstic spiska robotskih programov je izvedeno tako, da je vsaka vrstica ločeno 
prikazovalno polje, v vsako polje se zapiše en robotski program. S puščicama navzgor in 
navzdol se premikamo po celotnem spisku in prikažemo vse obstoječe robotske programe. 
Premikanje po spisku deluje tako, da vsaka prikazovalna vrstica prikazuje eno vrstico v 
podatkovnem bloku, kjer so shranjeni vsi robotski programi. S puščicama navzgor in navzdol 
povečujemo zamik, ki določi, katere vrednosti podatkovnega bloka so prikazane. Ob 
spremembi smeri se zamik resetira na vrednost 0 in se zdaj začne povečevati v negativno smer 
in prištevati od prejšnje zaporedne vrednosti vrstice podatkovnega bloka (slika 5.34). 
      
Slika 5.34: Funkcija za prenos podatkov robotskih programov (levo), program za spreminjanje vrednosti zamika vrstice 




Če si želimo pogledati podatke določenega robotskega programa, to storimo tako, da nanj 
pritisnemo na zaslonu. Na zaslonu je hkrati prikazanih samo enajst robotskih programov, saj 
tako zagotovimo lažjo izbiro določenega programa. Če bi bilo prikazanih več programov bi 
lahko po pomoti izbrali napačnega. Ime izbranega robotskega programa se izpiše na vrhu 
novega spiska. Pod imenom pa so podatki izbranega robotskega programa. Ob pritisku na 
želen robotski program se izvede prenos podatkov želenega robotskega programa, nato 
dekodiranje podatkov in prenos v prikazovalni podatkovni blok. Prikaz in spreminjanje vrstice 
v robotskem programu deluje na enak način kot pri prikazovanju spiska robotskih programov 
(slika 5.35). 
 
Slika 5.35: Prikazovanje podatkov izbranega robotskega programa 
Podobno kot prikazujemo spisek vseh robotskih programov, lahko prikazujemo tudi spisek 
aktivnih robotskih programov. S pritiskom na gumb ''ACTIVE JOB'' poženemo funkcijo, ki 
poizve, kateri robotski programi so aktivni in jih prikaže na zaslonu v desnem prikazovalnem 
oknu. Prav tako kot pri celotnem spisku robotskih programov lahko s pritiskom na želen 
program sprožimo poizvedbo za njegovo vsebino. Vsebina želenega aktivnega robotskega 




Slika 5.36: Prikazovanje aktivnih programov in njihove vsebine 
5.8.2 Prikazovanje stanj spremenljivk robotskega krmilnika 
Prikazovanje spremenljivk robotskega krmilnika je razdeljeno na dva zaslona, prvi zaslon 
prikazuje spremenljivke tipov: byte, integer, double, real in string, drugi zaslon pa pozicijske 
spremenljivke robota, bazne postaje in eksternih osi. Na prvem zaslonu (slika 5.37) lahko 
pogledamo vrednosti 24 spremenljivk hkrati. Na zaslonu so vrednosti spremenljivk prikazane 
v številskem zaporedju, s tipkama Variable + 24 in Variable - 24, prikažemo stanja drugih 24 
spremenljivk. Ob vsakem pritisku teh tipk se sproži nova izmenjava podatkov z vrednostmi, ki 
pripadajo želenim spremenljivkam. Poleg tega lahko prikažemo želeno spremenljivko tudi 
tako, da vnesemo želeno vrednost v prikazovalno okno v zgornjem levem kotu in s pritiskom 
na tipko poleg okna sprožimo izmenjavo podatkov s želenimi spremenljivkami. Spremembo 
vrednosti spremenljivke dosežemo s spremembo vrednosti v prikazovalnih oknih poleg 
zaporedne vrednosti in pritiskom tipke SEND, ki sproži pošiljanje novih podatkov na robotski 
krmilnik. 
    
Slika 5.37: Prikazovanje stanj spremenljivk (levo: vmesnik, desno: robotski krmilnik) 
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Na robotskem krmilniku lahko poleg vrednosti posamezne spremenljivke vidimo še njeno 
poimenovanje. V primeru vmesnika tega nisem implementiral, saj bi moral poleg prenosa 
vrednosti spremenljivk pognati še ločeno izmenjavo podatkov za prenos datoteke z imeni 
spremenljivk. Težava nastane v tem, da so podatki za imena spremenljivk zapisani v zelo veliki 
datoteki in na specifično določenih mestih, kar bi rezultiralo v k zelo zamudni obdelavi in 
počasnem prikazu novih podatkov ob zamenjavi zaporedne vrednosti spremenljivk. 
Pozicijske spremenljivke si lahko pogledamo s pritiskom na gumb P POSITION, ki sproži 
poizvedbo, katere naprave so priklopljene na robotski krmilnik. Tako se zaslon prilagodi temu 
primerno. Če so na robotski krmilnik priklopljeni robot, bazna postaja in eksterne osi, bodo 
spremenljivke teh tipov tudi vidne, v nasprotnem primeru jih na zaslonu ne bo mogoče videti, 
saj v robotskem krmilniku ne obstajajo (slika 5.38). Na sliki 5.38 levo vidimo primer, ko varilna 
robotska celica vsebuje robota (P), bazno postajo (BP) in pozicioner (EX), desni primer kaže 
robotsko varilno celico samo z robotom. 
              
Slika 5.38: Optimizacija prikaza spremenljivk 
Na zaslonu, ki kaže pozicijske spremenljivke, je hkrati prikazana samo ena spremenljivka, ki 
ima več komponent. Glede na tip spremenljivke se spremeni tudi prikaz vrednosti tako, da so 
prikazani vsi podatki, ki spremenljivki pripadajo. Enako kot prej, imamo tipke za spreminjanje 
zaporedne številke spremenljivke in prikazovalno okno za izbiro točno želene spremenljivke. 
V primeru, da pozicijska spremenljivka ne obstaja, se to prikaže v zgornjem prikazovalnem 
oknu (slika 5.39). V primeru robotske pozicijske spremenljivke so prikazane vse tri koordinatne 
vrednosti, rotacija točke glede na osnovni koordinatni sistem, kateremu orodju pripada in še 




Slika 5.39: Prikazovanje pozicijskih spremenljivk 
5.8.3 Prikazovanje stanj vhodov in izhodov robotskega krmilnika 
Stanja robotskih vhodov in izhodov so na robotskem krmilniku prikazana na dva različna 
načina. Stanja vhodov in izhodov so prikazana v binarnei obliki. Pseudo vhodi so še posebej 
problematični, saj je na robotskem krmilniku prikazano stanje razdeljeno na osem bitov, tako 
je treba urediti tudi oštevilčenje vrednosti. V primeru ostalih tipov izhodov in vhodov (slika 
5.40) je logika številčenja popolnoma enaka kot pri prikazovanju spremenljivk, v primeru 
uporabniških in pseudo izhodov in vhodov pa je logika drugačna. 
 
Slika 5.40: Prikazovanje stanj zunanjih vhodov 
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Logika za številčenje uporabniških in pseudo vhodov in izhodov vrednosti omeji na tri 
zaporedna števila. Tako je tudi v tem primeru izmenjanih enako stanj kot v primeru ostalih 
tipov vhodov in izhodov, le prikazovanje in številčenje teh vrednosti je drugačno. Vsako stanje 
je nato razdeljeno na osem bitnih vrednosti, ki so nato prikazane na zaslonu (slika 5.41). 
 
Slika 5.41: Prikazovanje stanj pseudo vhodov 
Stanja izhodov in vhodov se ne posodabljajo samodejno, ampak s pritiskom na tipko Update, 
lahko pa poženemo ONLINE delovanje vmesnika, ki sproti posodablja vrednosti stanj in jih 
prikazuje na zaslonu. 
5.8.4 Prikazovanje podatkov robotskih osi 
Na zaslonu za prikazovanje podatkov robotskih osi lahko spremljamo tri tipe podatkov: 
trenutno pozicijo robotske osi, izhodiščno pozicijo robotske osi in maksimalen navor robotske 
osi. Prikazovalni zaslon se prilagodi na število priključenih naprav in število osi, ki ji naprava 
vsebuje. Na zaslonu lahko opazujemo vse podatke hkrati ali pa zgolj enega (slika 5.42), prav 
tako kot pri ostalih tipih podatkov je za posodobitev vrednosti na zaslonu treba pritisniti na 
tipko Update. Poleg spremljanja vseh podatkov lahko izhodiščne podatke tudi urejamo in 
pošljemo na robotski krmilnik, v primeru spremembe vrednosti teh podatkov jih je na 
robotskem krmilniku treba potrditi in ga ponovno zagnati, da se podatki implementirajo. 
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Slika 5.42: Prikazovanje podatkov robotskih osi 
5.8.5 Prikazovanje stanj robotskega krmilnika 
Prikazovalnik stanj lahko razdelimo v tri dele, prvi prikazuje trenutna obratovalna stanja 
(Status info), drugi prikazuje obratovalne čase robotskega krmilnika (Time monitoring) in 
tretji prikazuje alarme robotskega krmilnika (Alarm data, Alarm history). Prikazovanje 
trenutnih stanj robotskega krmilnika (slika 5.43) je zelo preprosto, prikazana so vsa mogoča 
stanja in poleg njih indikator stanja, tako vidimo, v katerem stanju je robotski krmilnik 
trenutno. Za osvežitev stanja je treba pritisniti tipko Update ali pa zamenjati opazovane 
podatke. 
 
Slika 5.43: Prikazovanje obratovalnih stanj robotskega krmilnika 
Tudi prikazovanje obratovalnih časov robotskega krmiljenja je zelo preprosto. Vsi podatki, ki 
smo jih bili zmožni izmenjati s HSES funkcijo, so hkrati prikazani na zaslonu. Vsak operativni 




Slika 5.44: Prikazovanje obratovalnih časov robotskega krmilnika 
Aktivni alarmi in zgodovina alarmov so prikazani na enak način, saj imajo enako obliko. Razlika 
je le v tem, da pri zgodovini alarmov prikazujemo zadnjih pet alarmov določenega tipa, v 
primeru aktivnih alarmov pa zadnje štiri, saj je to maksimum, ki jih HSES funkcija omogoča [1]. 
Na zaslonu so za vsak alarm prikazani vsi preneseni podatki (slika 5.45), prikazan je čas nastopa 
alarma, šifra alarma, kje je alarm nastal ter tudi, katera naprava je alarm povzročila. Tipi 
alarmov se med seboj razlikujejo v podatkih, ki jih vsebujejo. 
 
Slika 5.45: Prikazovanje zgodovine alarmov 
5.9 Omejitev dostopa (urejanja) 
Ker je bila ena izmed glavnih nalog tega vmesnika omejiti nepooblaščen dostop uporabnikov 
do urejanja neke vrednosti, sem uporabniškemu vmesniku dodal varnostni ključ. To sem 
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dosegel z uporabo SECURITY funkcije, ki jo omogoča prikazovalnik vrednosti na zaslonu na 
dotik (slika 5.46). 
 
Slika 5.46: Dodelitev varnostnega ključa prikazovalnemu oknu 
 Za urejanje katerekoli vrednosti je treba vpisati geslo, ki omogoči odprtje urejevalnega polja. 
Program omogoča ustvarjanje več varnostnih nivojev, vsakega z drugačnim geslom. Tako lahko 
še bolje zagotovimo varnost delovanja postroja in lažje upravljanje z njim. Ko varnostni ključ 
vpišemo, imamo dostop do urejanja vseh vrednosti na tem varnostnem nivoju, tako ni treba 
za spreminjanje vsake vrednosti ponovno vpisati gesla. Gesla z višjim varnostnim nivojem 
odklenejo vsa urejevalna polja do tega varnostnega nivoja. Poleg tega lahko nastavimo tudi 
časovno omejitev, po kateri varnostni ključ ni več veljaven in ga je treba ponovno vpisati (slika 
5.47). 
 
Slika 5.47: Nastavitev varnostnega nivoja 
5.10 Namestitev vmesnika 
Namestitev dodatnega krmilnega programa v robotsko celico je zelo preprosta. Obstoječemu 
krmilnemu programu, ki krmili varilno robotsko celico, dodamo krmilni program 
uporabniškega vmesnika in ponovno inicializiramo in odpravimo morebitne napake 
(naslavljanje spremenljivk). Krmilni program uporabniškega vmesnika vstavimo v 
organizacijski blok OB1, treba je samo dodati dostopno tipko na že obstoječih zaslonih, da 
omogočimo dostop do uporabniškega vmesnika. 
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6. Izdelava prikazovalnega dela krmilnega programa 
Izdelava programa sem se lotil v dveh korakih. V prvem delu sem zastavil vse zaslone in jih 
poskušal čim bolj približati zaslonom krmilno učne enote. Popolnoma enakih zaslonov seveda 
nisem mogel narediti, saj mi HSES funkcija ne omogoča prenosa vseh vrednosti, ki jih krmilno 
učna enota lahko prikazuje.  
Ker je bil cilj narediti čim bolj kompakten program, sem to dosegel z uporabo plasti, ki jih 
omogoča programsko orodje. Na sliki 6.1 lahko vidimo, kako prikazovalnika  za vrednost 
zavzemata isti prostor, vendar nista hkrati vidna, saj imata drugačne pogoje prikazovanja. Na 
sliki sta prikazana primera, kjer so prikazovalna okna, ki prikazujejo vrednosti spremenljivk 
postavljena na isto mesto in so prikazana ob različnih pogojih. 
         
Slika 6.1: Prikaz različnih plasti zaslona 
Z uporabo plasti in nato ukaza ''vidnost'' (Visibility) (slika 6.2) lahko en zaslon uporabimo za 
prikazovanje podobnih vrednosti. Na zaslonu se prikažejo različni elementi glede na stanja 
spremenljivk v programu. Z uporabo funkcije ''vidnost'' sem tako zmanjšal število zaslonov za 
prikazovanje vseh želenih podatkov. 
 
Slika 6.2: Prikaz uporabe vidnosti elementa 
Tako lahko dosežemo, da na primer ena tipka na zaslonu prikaže stanja spremenljivk tipa 
Double Integer, druga tipka pa stanje spremenjivk tipa String, ki za prikazovanje potrebujejo 




Slika 6.3: Prikazovalnik vrednosti spremenljivka tipa Bajt 
 
Slika 6.4: Prikazovalnik vrednosti spremenljivk tipa String 
Velik zalogaj je predstavljalo tudi prikazovanje stanj različnih vhodov in izhodov, saj se način 
prikazovanja razlikuje med tipi vhodov in izhodov. Uporabniški vhodi in izhodi ter pseudo 
vhodi so prikazani glede na stanja bitov in je vsak vhod ali izhod razdeljen na 8 bitov in vsak 
prikazan kot svoje stanje – za razliko od vseh ostalih vhodov in izhodov, ki so prikazani kot 
vrednost v binarnem zapisu (slika 6.5). To je pomenilo veliko prekrivanja prikazovalnikov in 
uporabe plasti in funkcije vidnost. Tako lahko na enem zaslonu spremljamo več različnih tipov 
vhodov in izhodov in med prehajanjem med tipi ne menjamo zaslonov. Na levi strani slike 
vidimo prikaz stanj uporabniških izhodov (Robot user OUTPUT), na desni pa prikaz stanj 
zunanjih izhodov (External OUTPUT). Oba načina prikaza sta pripravljena na istem zaslonu. 
Kateri prikaz bo viden, je odvisno od izpolnjevanja prikazovalnih pogojev elementov na 
zaslonu. 
a) Prikaz uporabniških izhodov              b) Prikaz zunanjih izhodov 
    
Slika 6.5: Prikazovanje različnih tipov vhodov in izhodov, uporabniški izhodi (levo), zunanji izhodi (desno) 
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Velik problem je predstavljalo tudi prikazovanje stanj osi (trenutne pozicije, izhodiščne pozicije 
in maksimalni navor). Ker ima lahko robot različno osi glede na njegov tip, je bilo treba temu 
primerno pripraviti zaslon za prikazovanje teh podatkov. Vsak prikazovalnik sem moral 
postaviti na drugačen pogoj prikazovanja. Tako se zaslon prilagodi tipu robota in se prazni 
prikazovalniki ne prikažejo na zaslonu, če os, ki bi jo prikazovali, ne obstaja (slika 6.6). Osnovni 
zaslon na sliki 6.6 je enak v obeh primerih, le da ima v drugem primeru Robot 2 samo štiri osi. 
Ker B in T os robota ne obstajata, krmilni program teh osi na zaslonu ne prikaže. Poleg tega 
sem moral upoštevati, da je lahko na robotski krmilnik priklopljenih več robotov in 
pozicionerjev ter prikazovalnike prilagoditi tako, da zaslon vedno prikazuje podatke izbranega 
robota in se robotu tudi prilagodi. 
a).Prikaz podatkov robota z šestimi osmi   b) Prikaz podatkov robota z štirimi osmi 
 
Slika 6.6: Prikazovanje trenutnih pozicij osi različnih robotov, robot z 6 osmi (levo), robot z 4 osmi (desno) 
Naslednji večji problem je predstavljal zaslon za prikazovanje robotskih programov (JOB-ov) 
robota. Zaslon bi naj prikazal več programov hkrati, a je bilo treba paziti, da bi jih še vedno bilo 
mogoče razločno prikazovati. Odločil sem se za spisek, po katerem si lahko s tipkama listal 
navzgor ali navzdol do želenega robotskega programa. Poleg tega sem moral omogočiti tudi, 
da želen robotski program izberemo in se nam nato prikaže njegova vsebina. Tudi to mi je 
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povzročalo nekaj težav. Prikazovalnik robotskih programov sem ustvaril tako, da sem nanizal 
več prikazovalnikov enega za drugim in jih naredil prozorne, saj so tako videti kot en sam spisek 
vrednosti. Premikanje sem dosegel tako, da se podatki pred prikazom prepišejo v pomnilnik, 
ki se nato spreminja glede na pritiske tipk navzgor ali navzdol. Tako dosežemo učinek listanja 
po spisku. Izbiro želenega robotskega programa sem dosegel s postavitvijo nevidnega gumba 
(slika 6.7) preko vsake vrstice spiska. Pritisk na vsak gumb prepiše vsebino prikazovalnika, ki 
se nahaja pod gumbom, v ločen pomnilnik in tako dobimo možnost izbore robotskega 
programa, ki si ga želimo pogledati. 
 
Slika 6.7: Prikaz rešitve za izbiro želene vrstice v spisku robotskih programov 
Ko sem imel pripravljene vse prikazovalne zaslone, sem se lotil dela na komunikacijskem delu 
programa. Vizualizaciji je sledilo pripravljanje komunikacijskega dela programa. Komunikacijo 
me robotskim krmilnikom in programirljivim logičnim krmilnikom sem vzpostavil že v 
diplomskem delu [8], tako sem ga lahko uporabil tudi za delovanje vmesnika. Moral sem ga 
zgolj malo prilagoditi za izmenjavo različnih tipov podatkov in pripraviti vse funkcije za 
izmenjavo podatkov. Za izmenjavo različnih tipov podatkov sem moral pripraviti funkcijo, ki v 
podatkovni paket zapiše pravilno vrednost ukaza za izmenjavo želenih podatkov. V tabeli 6.1 










Tabela 6.1: Uporabljeni ukazi za izmenjavo podatkov 
Št. UKAZ IME 
1 0x72 ukaz za branje statusnih informacij 
2 0x73 ukaz za branje aktualnih robotskih programov 
3 0x74 ukaz za branje konfiguracije osi 
4 0x75 ukaz za branje pozicije robotskih osi 
5 0x77 ukaz za branje navorov robotskih osi 
6 0x88 ukaz za branje obratovalnih časov  
7 0x300 ukaz za izmenjavo več stanj vhodov in izhodov 
8 0x302 ukaz za izmenjavo vrednosti več spremenljivk tipa Bajt (B) 
9 0x303 ukaz za izmenjavo vrednosti več spremenljivk tipa Integer (I) 
10 0x304 ukaz za izmenjavo vrednosti več spremenljivk tipa Duble (D) 
11 0x305 ukaz za izmenjavo vrednosti več spremenljivk tipa Real (R) 
12 0x307 ukaz za izmenjavo več pozicijskih spremenljivk robota (P) 
13 0x308 ukaz za izmenjavo več pozicijskih spremenljivk baze (BP) 
14 0x309 ukaz za izmenjavo več pozicijskih spremenljivk eksternih osi (EX) 
15 0x30A ukaz za branje več aktivnih alarmov 
16 0x30B ukaz za branje celotne zgodovine alarmov 
17 0x30C ukaz za izmenjavo več 32 bajtnih spremenljivk tipa String (S) 
18 0x16 ukaz za branje datotek 
19 0x15 ukaz za zapisovanje datotek 
20 0x32 ukaz za branje spiska datotek 
 
Glavni razlog, da sem moral za vsako zahtevo pripraviti ločeno funkcijo za izmenjavo podatkov 
je ta, da je prejete podatke treba različno dekodirati, saj so glede na zahtevo drugače 
razvrščeni v prejetem paketu [6]. V tabelah 6.2, 6.3, 6.4 in 6.5 lahko vidimo strukturo podatkov 
različnih tipov podatkov. 
Tabela 6.2: Prikaz oblike prejetih podatkov spremenljivke tipa Integer (I) (0x300) 
32 bitni integer bajt 0 bajt 1 bajt 2 bajt 3 
1 število prenesenih spremenljivk 
2 spremenljivka I 1 spremenljivka I 2 
: 





Tabela 6.3: Prikaz oblike prejetih podatkov statusnih informacij (0x72) 
32 bitni integer bajt 0 bajt 1 bajt 2 bajt 3 
1 podatek 1 
2 podatek 2 
 
Tabela 6.4: Obrazec za dekodiranje prvega dela prejetih podatkov statusnih informacij 
Podatek 1 bit 0 korak 
  bit 1 1 Cikel 
  bit 2 avtomatsko in neprekinjeno 
  bit 3 v obratovanju 
  bit 4 v varnem načinu 
  bit 5 ročni način (Teach) 
  bit 6 delavni način (Play) 
  bit 7 Obratovalni način (Command remote) 
 
Tabela 6.5: Obrazec za dekodiranje drugega dela prejetih podatkov statusnih informacij  
Podatek 2 bit 0   
  bit 1 zaustavljen (Krmilno učna enota) 
  bit 2 zaustavljen (Zunanji element) 
  bit 3 napaka (Ukaz) 
  bit 4 alarm 
  bit 5 napaka 
  bit 6 pogon vključen (Servo ON) 
  bit 7   
 
Kot vidimo v tabelah 6.2 in 6.3, so prejeti podatki za različne ukaze v enaki obliki, vendar jih je 
treba drugače dekodirati, da lahko prikažemo pravilne vrednosti. Tako sem moral za vsak ukaz 
prejemanja stanj ali izmenjave spremenljivk pripraviti svojo funkcijo za prenos in dekodiranje 




Slika 6.8: Funkcije za prenos in dekodiranje podatkov 
Slika 6.8 kaže vse različne funkcije za prenos podatkov med robotskim in programirljivim 
logičnim krmilnikov. Funkcije so razdeljene v pet glavnih sklopov: 
• FES_IN/OUT_exchange (funkcija za izmenjavo stanj vhodov in izhodov), 
• FES_JOB (funkcije za izmenjavo podatkov robotskih programov), 
• FES_Robot_data_exchange (funkcije za izmenjavo podatkov robotskih osi), 
• FES_System_info (funkcije za izmenjavo stanj robotskega krmilnika), 
• FES_VAR_exchange (funkcija za izmenjavo stanj obratovalnih spremenljivk). 
Tako krmilni program novega uporabniškega vmesnika za izmenjavo podatkov med robotskim 
krmilnikom in PLK uporablja 21 različnih funkcij. Katera izmenjevalna funkcija se bo izvedla je 











Magistrsko delo opisuje postopek izdelave krmilnega programa za izmenjavo podatkov med 
robotskim in programirljivim logičnim krmilnikom in prikazovanje teh podatkov na zaslonu na 
dotik. Program temelji na uporabi High Speed Ethernet Server funkcije za izmenjavo podatkov 
med programirljivim logičnim krmilnikom in robotskim krmilnikom. Namen uporabniškega 
vmesnika je delo z robotskimi varilnimi celicami olajšati in celice narediti bolj varne. Poleg 
uporabe v proizvodnjah, kjer robotske celice obratujejo, bo nov uporabniški vmesnik olajšal 
tudi delo v podjetju Yaskawa, kjer nameravajo nov uporabniški vmesnik uporabljati za lažje 
testiranje robotskih varilnih celic. 
Vmesnik deluje na več vrstah HMI zaslonov, v magistrskem delu sem uporabil zaslon 
proizvajalca Siemens: TP700 Comfort panel, ki prikazuje in omogoča urejanje prikazanih 
podatkov, podatke nato obdela centralno procesna enota 1512SP-F1 PN. Uporabniški vmesnik 
lahko komunicira s katerim koli od treh tipov robotskih krmilnikov (FS100, DX200, YRC1000), 
vendar je v primeru FS100 in DX200 treba spremeniti komunikacijske parametre, saj za HSES 
funkcijo uporabljata drugi naslov. Krmilni program sem izdelal v programskem okolju TIA 
portal V14. Sprva sem z uporabo simulatorja preveril delovanje prikazovalnih zaslonov, nato 
pa sem ostale elemente preizkušal na konkretnem primeru. 
Cilj magistrskega dela je bil ustvariti vmesnik, ki bo delno nadomestil uporabo krmilno učne 
enote robotskega krmilnika in povečal varnost uporabe robotske varilne celice. Z uporabo 
novega vmesnika imamo omogočen dostop do skoraj vseh podatkov, ki jih lahko dostopamo 
na krmilno učni enota s to razliko, da lahko uporabniškemu vmesniku vsako vnosno polje 
zaklenemo in tako omejimo dostop nepooblaščenim osebam. Poleg povečanja varnosti nam 
vmesnik omogoča še eno dostopno točko za spremljanje podatkov. Tako lahko z uporabo obeh 
naprav hkrati spremljamo in urejamo več različnih podatkov. Vmesnik omogoča dostop tudi 
do vseh robotskih programov in njihovih podatkov, opazujemo lahko tudi trenutni (obratujoči) 
robotski program in spremljamo, kaj se dogaja v robotski varilni celici. Urejanje robotskih 
programov z vmesnikom trenutno ni omogočeno zaradi varnostnih razlogov. Za urejanje 
robotskih programov je tako še vedno treba uporabiti krmilno učno enoto. 
Največ težav pri izdelavi vmesnika mi je povzročala obsežnost naloge, saj vmesnik vsebuje 
veliko različnih funkcij, ki se med seboj razlikujejo. Prvi večji zalogaj je predstavljala 
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vzpostavitev dvo-kanalne komunikacije za prenos različnih tipov podatkov. Temu je sledila 
priprava izmenjevalnih funkcij in dekodiranje prejetih podatkov. Čeprav sem funkcije za 
dekodiranje podatkov pripravil predhodno, sem jih moral med testiranjem veliko spremeniti, 
saj niso delovale pravilno. Zadnji korak magistrskega dela je predstavljalo prikazovanje 
prenesenih podatkov in ureditev prikazovalnih zaslonov tako, da je prikaz čim bolj prijazen 
uporabnikom. 
Vmesnik se trenutno uporablja pri testiranju varilnih robotskih celic v podjetju Yaskawa v 
Ribnici. Z uporabo vmesnika je postopek močno olajšan, saj je odpravljanje napak veliko lažje. 
Do podatkov robotskega krmilnika lahko poleg privzetega načina s krmilno učno enoto 
dostopamo tudi z nadgrajenim uporabniškim vmesnikom na zaslonu na dotik, kar nam 
omogoča spremljanje več tipov podatkov hkrati. Načrt za prihodnost je, da se bo začel vmesnik 
vgrajevati v nove varilne robotske celice, nato pa postopoma tudi v vse ostale že vgrajene 
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