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Re´sume´
Dans cet expose´, nous pre´sentons notre algorithme
ame´liore´ [1] de localisation d’erreurs a` partir de contre-
exemples, LocFaults, base´ sur la programmation par
contraintes et dirige´ par les flots. Cet algorithme analyse
les chemins du CFG (Control Flow Graph) du programme
errone´ pour calculer les sous-ensembles d’instructions
suspectes permettant de corriger le programme. En effet,
nous ge´ne´rons un syste`me de contraintes pour les che-
mins du graphe de flot de controˆle pour lesquels au plus
k instructions conditionnelles peuvent eˆtre errone´es. En-
suite, nous calculons les MCS (Minimal Correction Set)
de taille limite´e sur chacun de ces chemins. La suppres-
sion de l’un de ces ensembles de contraintes donne un
sous-ensemble satisfiable maximal, en d’autres termes,
un sous-ensemble maximal de contraintes satisfaisant
la postcondition. Pour calculer les MCS, nous e´tendons
l’algorithme ge´ne´rique propose´ par Liffiton et Sakallah
[11, 12] dans le but de traiter des programmes avec des
instructions nume´riques plus efficacement. Nous nous in-
te´ressons a` pre´senter l’aspect incre´mental de ce nouvel
algorithme qui n’est pas encore pre´sente´ aux JFPC.
Conside´rons le programme AbsMinus (voir fig. 1).
Les entre´es sont des entiers {i, j} et la sortie attendue
est la valeur absolue de i−j. Une erreur a e´te´ introduite
sur la ligne 10, ainsi pour les donne´es d’entre´e {i =
0, j = 1}, AbsMinus retourne −1. La post-condition est
juste result = |i− j|.
Le graphe de flot de controˆle (CFG) du programme
AbsMinus et un chemin errone´ sont repre´sente´s dans la
figure 2. Ce chemin errone´ correspondent aux donne´es
d’entre´e : {i = 0, j = 1}. Tout d’abord, LocFaults col-
lecte sur le chemin 2.(b) l’ensemble de contraintes C1 =
{i0 = 0, j0 = 1, k0 = 0, k1 = k0 + 2, r1 = i0 − j0} 1.
Puis, LocFaults calcule les MCS de C1. Seulement un
1. Nous utilisons la transformation en forme DSA [5] qui as-
sure que chaque variable est affecte´e une seule fois sur chaque
chemin du CFG.
1 class AbsMinus {
2 /∗Il renvoie | i−j|, la valeur absolue de i moins j∗/
3 /∗@ ensures
4 @ ((i < j) ==> (\result == j−i)) &&
5 @ ((i >= j) ==> (\result == i−j)); ∗/
6 int AbsMinus (int i, int j) {
7 int result ;
8 int k = 0;
9 if ( i <= j) {
10 k = k+2; } // erreur : k = k + 2 au lieu de k = k + 1
11 if (k == 1 && i != j) {
12 result = j−i; }
13 else {
14 result = i−j; }
15 return result; } }
Figure 1 – Le programme AbsMinus
MCS peut eˆtre trouve´ dans C1 : {r1 = i0 − j0}. En
d’autres termes, si nous supposons que les instructions
conditionnelles sont correctes, la seule instruction sus-
pecte sur ce chemin errone´ est l’instruction 14.
Ensuite, LocFaults commence le processus de de´via-
tion. La premie`re de´viation (voir la figure 3.(a), che-
min vert) produit encore un chemin qui viole la post-
condition, et donc, nous l’ignorons. La second de´viation
(voir la figure 3.(b), chemin bleu) produit un chemin
qui satisfait la postcondition. Donc, LocFaults collecte
les contraintes sur la partie du chemin 3.(b) qui pre´-
ce`de la condition de´vie´e, c’est-a`-dire C2 = {i = 0, j =
1, k0 = 0, k1 = k0 + 2}. Puis LocFaults recherche les
MCS de C2 ∪ ¬(k = 1 ∧ i 6= j) ; c’est-a`-dire nous es-
sayons d’identifier les instructions qui doivent eˆtre mo-
difie´es afin que le programme aura un chemin satisfai-
sant la post-condition pour les donne´es d’entre´e. Ainsi,
pour cette deuxie`me de´viation deux instructions sus-
pectes sont identifie´es :
– L’instruction conditionnelle sur la ligne 11 ;
– L’affectation sur la ligne 10 car la contrainte cor-
respondante est le seul MCS dans C2 ∪ ¬(k =
1 ∧ i 6= j).
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Figure 2 – Le CFG et chemin errone´ – Le programme Abs-
Minus
Puis, LocFaults tente de de´vier une seconde condi-
tion. Le seul chemin possible est celui ou` les deux condi-
tions du programme AbsMinus sont de´vie´es. Cependant,
comme il a le meˆme pre´fixe que le premier chemin de´vie´,
nous le rejetons.
(a) (b)
Figure 3 – Les chemins avec une de´viation – Le programme
AbsMinus
Cet exemple montre que LocFaults produit des infor-
mations pertinentes et utiles sur chaque chemin errone´.
Contrairement a` BugAssist [3, 4], un syste`me de l’e´tat
de l’art, il ne fusionne pas toutes les instructions sus-
pectes dans un seul ensemble, ce qui peut eˆtre difficile a`
exploiter par l’utilisateur.
Les entre´es de notre algorithme sont le CFG du pro-
gramme, CE : un contre-exemple, bcond : une borne
sur le nombre de conditions qui sont de´vie´es, et bmcs :
une borne sur le nombre de MCSs(Minimal Correction
Subsets) ge´ne´re´s. Grosso modo, notre algorithme explore
en profondeur le CFG en utilisant CE pour prendre la
branche If ou Else de chaque nœud conditionnel, et
collecte les contraintes qui correspondent aux affecta-
tions sur le chemin induit. Il de´vie ze´ro, une ou au
plus bcond de´cisions par rapport au comportement du
contre-exemple CE. A` la fin d’un chemin, l’ensemble
des contraintes qui ont e´te´ collecte´es est inconsistant,
et au plus bmcs MCSs sont calcule´s sur ce CSP.
Plus pre´cise´ment, LocFaults proce`de comme suit :
* Il propage premie`rement CE sur le CFG jusqu’a` la
fin du chemin initial errone´. Puis, il calcule au plus
bmcs MCSs sur le CSP courant. Ce qui repre´sente
une premie`re localisation sur le chemin du contre-
exemple.
* Apre`s, LocFaults essaye de de´vier une condition.
Lorsque le premier nœud conditionnel (note´ cond)
est atteint, LocFaults prend la de´cision oppose´e a`
celle induite par CE, et continue a` propager CE
jusqu’au dernier nœud dans le CFG. Si le CSP
construit a` partir du chemin de´vie´ est consistant,
il y a deux types d’ensemble d’instructions sus-
pectes :
– le premier est la condition cond elle-meˆme. En
effet, changer la de´cision pour cond permet a`
CE de satisfaire la postcondition ;
– une autre cause possible de l’erreur est une ou
plusieurs mauvaises affectations avant cond qui
ont produit une de´cision errone´e. Puis, Loc-
Faults calcule aussi au plus bmcs MCSs sur le
CSP qui contient les contraintes collecte´es sur
le chemin qui arrivent a` cond.
Ce processus est re´pe´te´ sur chaque nœud condi-
tionnel du chemin du contre-exemple.
* Un processus similaire est ensuite applique´ pour
de´vier pour tout k ≤ bcond conditions. Pour ame´-
liorer l’efficacite´, les nœuds conditionnels qui cor-
rigent le programme sont marque´s avec le nombre
de de´viations qui ont e´te´ faites avant d’avoir e´te´
atteints. Pour une e´tape donne´e k, si le chan-
gement de la de´cision d’un nœud conditionnel
cond marque´ avec la valeur k′ avec k′ ≤ k cor-
rige le programme, cette condition est ignore´e.
En d’autres termes, nous conside´rons seulement
la premie`re fois ou` un nœud conditionnel corrige
le programme.
Cet algorithme incre´mental base´ sur les flots est
un bon moyen pour aider le programmeur a` la chasse
aux bugs car il localise les erreurs autour du chemin
du contre-exemple. Nos re´sultats ont confirme´ que les
temps de cet algorithme sont meilleurs par rapport a`
ceux qui correspondent a` l’algorithme que nous avons
pre´sente´ aux JFPC 2014 dans [2] 2. Les sous-ensembles
d’instructions suspectes fournis sont plus pertinents pour
l’utilisateur. Dans le cadre de notre travaux futurs, nous
envisageons de confirmer nos re´sultats sur des pro-
grammes avec plusieurs boucles complexes (voir nos pre-
miers re´sultats dans [6]). Nous envisageons de compa-
rer les performances de LocFaults avec des me´thodes
statistiques existantes ; par exemple : Tarantula [7, 8],
Ochiai [9], AMPLE [9], Pinpoint [10]. Nous de´veloppons
une version interactive de notre outil qui fournit les sous-
ensembles suspects l’un apre`s l’autre : nous voulons tirer
profit des connaissances de l’utilisateur pour se´lectionner
les conditions qui doivent eˆtre de´vie´es. Nous re´fle´chissons
sur comment e´tendre notre me´thode pour supporter les
instructions nume´riques avec calcul sur les flottants.
2. Les re´sultats qui pre´sentent les temps de calcul des deux
versions de LocFaults, non-incre´mentale et incre´mentale, pour
des programmes sans boucles sont disponibles a` l’adresse http:
//www.i3s.unice.fr/~bekkouch/Bench_Mohammed.html#rsba
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