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Abstrakt 
 
Tato diplomová práce se zabývá návrhem a realizací systému pro vzdálené měření 
a ukládání dat v centrální databázi. Systém je tvořen serverem, který shromažďuje data 
a klienty, kteří tomuto serveru data posílají. Na serveru je nainstalován program Apache, 
v němž běží obslužný skript pro sběr a vyhodnocení dat, napsany v PHP. Data jsou 
ukládána v relační databázi MySQL a je možné je přehledně zobrazit. Klient je tvořen 
mikrokontrolérem ATmega16, který vyhodnocuje data z čidel. Tato data jsou následně 
posílána přes rozhraní ethernet pomocí protokolu http přes modul XPort. 
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Abstract 
 
This Master´s thesis deals with the design and implementation of System for 
remote measuring and data storing in central databese. The system consists of server, 
which collects data and clients that send data to the server. On the server is installed 
program Apache in which runs utility script for collecting and evaluating data, written in 
PHP. Data are stored in MySQL relational database and can be clearly displayed. The 
client consists of microcontroller ATmega16, which evaluates data from sensors. These 
data are then transferred via Ethernet using the HTTP protocol through the module XPort.  
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1 Úvod 
 
Úkolem diplomové práce je navrhnout systém pro vzdálené měření a ukládání dat 
v centrální databázi. Měření elektrických veličin bylo vždy významným odvětvím, kdy 
automatizace měřícího procesu vyžaduje, aby se i neelektrické veličiny převedly pomocí 
čidel na veličiny elektrické, tedy většinou na stejnosměrné napětí. Práce se zabývá 
způsobem měření, jeho přesností a možnostmi přenášet automatizovaně tyto data na jeden 
centrální server. 
Návrh systému spočívá zejména ve vhodné volbě měřicí metody a v použití 
vybraných stěžejních prvků měřicího systému. Při návrhu je kladen důraz na výběr 
vhodných součástí a postupů, jednak z důvodů ekonomického, ale také z důvodu 
maximální spolehlivosti zařízení. Modul pro měření a odesílání dat by mě být malý, levný 
a neměl by ke svému provozu vyžadovat PC. Na straně serveru by měly být využity 
aplikace, pro jejichž provoz není nutné zakoupení licence. 
Po ověření principu navrženého měřícího systému je nutné se zabývat zpracováním 
naměřených výsledků, počínaje jejich převodem do digitální podoby v A/D převodníku. 
Dalším krokem by mělo být finální návrh desky plošných spojů měřícího modulu, osazení, 
oživení, naprogramování a odladění celého systému. 
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2 Rozbor a návrh systému 
 
Celou aplikaci lze pomyslně rozdělit na tři samostatné bloky a to modul pro měření, 
server a klient, jak je vidět na obr. 2.1. Modul pro měření je zařízení, které měří a odesílá 
data přes rozhraní ethernet (Internet) - bez nutnosti připojení PC. Tím pádem je zařízení 
malé, má nízkou spotřebu a je levné. 
Server je obslužný počítač s konektivitou do sítě Internet, ke kterému jsou připojena 
zařízení a nainstalován příslušný software (Apache [8], PHP [9], MySQL a další). 
Pod pojmem klient si lze představit počítač připojený do sítě Internet s libovolným 
internetovým prohlížečem, který po zaslání požadavku na server zobrazí naměřená data, 
která jsou uložená v databázi MySQL. 
 
 
Obr. 2.1: Návrh systému pro vzdálené měření a ukládání dat v centrální databázi. 
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3 Způsoby měření 
 
Měření elektrických veličin nabývá v současné době na významu. Automatizace 
měřícího procesu totiž vyžaduje, aby se i neelektrické veličiny převedly pomocí čidel na 
elektrické. Většinou se převádí měřená veličina na stejnosměrné napětí. Setkáváme se však 
i s převodem neelektrických veličin na proud, na odpor nebo na "frekvenci" (například na 
napětí obdélníkového průběhu, jehož frekvenci je možné měřit počítáním pulzů za zvolený 
časový interval pomocí čítače). Dále bude podrobněji rozebráno měření stejnosměrného 
napětí. 
 
3.1 Problémy při současném měření proudu a napětí 
 
K základním elektrickým měření patří současné měření proudu procházejícího určitým 
elektronickým prvkem a tomuto proudu odpovídajícího napětí na tomto prvku. S tímto 
měřením se setkáváme například při měření voltampérových charakteristik. K měřenému 
prvku je nutno současně připojit voltmetr i ampérmetr, což může způsobit určité problémy, 
protože tyto přístroje se pak mohou nepříznivě ovlivňovat. V zásadě jsou možné dva 
způsoby připojení. Pro každou konkrétní situaci je nutné zvolit nejvhodnější metodu, aby 
chyba měření byla co nejmenší. 
 
3.1.1 Voltmetr zapojený paralelně přímo k měřenému prvku 
 
V tomto případě proud tekoucí voltmetrem způsobuje, že ampérmetr neměří proud 
tekoucí odporem, ale proud větší o proud tekoucí voltmetrem (obr. 3.1). 
Tato metoda je vhodná pro případy, kdy svorkový odpor voltmetru je větší jak 
měřený odpor. Zcela nevhodná je pro případy, kdy svorkový odpor voltmetru je několikrát 
menší, než měřený odpor. Pak i po opravách na vliv voltmetru je chyba měření odporu 
velká. 
Používá se například při měření V/A charakteristiky usměrňovací diody 
v propustném směru, ale je zcela nevhodná pro případ měření V/A charakteristiky této 
diody v závěrném směru. 
Velikost vlivu voltmetru při vlastním měření můžeme snadno posoudit tak, na chvíli 
odpojíme jeden přívod voltmetru. Proud ampérmetrem poklesne o proud tekoucí 
voltmetrem. 
 
 
 
Obr. 3.1: Voltmetr zapojený paralelně přímo k měřenému prvku. 
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3.1.2 Ampérmetr zapojený do série s měřeným prvkem 
 
V tomto případě ampérmetr měří přímo proud procházející měřeným odporem, 
ale voltmetr měří součet napětí na měřeném odporu a ampérmetru (obr. 3.2). 
 
 
Obr. 3.2: Ampérmetr zapojený do série s měřeným prvkem. 
 
3.2 Měření neelektrických veličin 
Měření nejrůznějších fyzických veličin (a to včetně měřících částí regulačních 
systémů) mají na svém vstupu senzory, jež převádějí měřenou fyzikální veličinu 
(např. teplotu, tlak, rychlost otáček, polohu apod.) na veličinu elektrickou. Charakter této 
el. veličiny nebo její velikost většinou neumožňuje ani přímou indukci velikosti měřené 
veličiny, ani přímý analogově-číslicový převod nutný pro další – v měřících a regulačních 
systémech obvyklé – číslicové zpracování. Proto je nutné signál z výstupu senzoru nejprve 
upravit (předzpracovat) ve vhodném převodníku. 
U některých typů moderních senzorů je jak potřebný analogový převodník pro 
předzpracování signálu, tak i analogově-číslicový převodník (někdy včetně číslicových 
obvodů pro korekci nelinearit a s rozhraním pro jeho přímé připojení k distribuovanému 
sytému) integrován do senzoru. Pak hovoříme o tzv. inteligentních senzorech. 
Senzory můžeme rozdělit buď podle druhu měřené fyzikální veličiny (senzory pro 
měření teploty, tlaku, vlhkosti, atd.), nebo podle principu na kterém pracují. [6] 
Mezi základní principy a typy senzorů a převodníků pro měření fyzikálních veličin, 
se kterými se lze běžně setkat jak ve většině průmyslových provozů, tak v energetice patří 
měření: 
• teploty (odporové senzory, termoelektrické senzory) 
• polohy a výšky hladiny (odporové senzory, kapacitní senzory, indukčnostní 
senzory, optoelektrické senzory) 
• mechanického namáhání a tlaku (odporové senzory, kapacitní senzory, 
piezoelektrické senzory) 
• rychlosti (indukční senzory, optoelektrické senzory) 
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4 Zpracování měření 
 
Pro zpracování měření se jako nejvýhodnější jeví použití µC z řady AVR, konkrétně 
ATmega16. 
 
4.1 Základní popis µC ATmega16 
Mikrokontrolér ATmega16 patří do rodiny AVR osmibitových procesorů RISC 
od firmy ATMEL. AVR architektura vychází z koncepce rychle přístupného registrového 
pole, které obsahuje 32 obecně použitelných registrů délky 8 bitů. Přístup do registrového 
pole je proveden v jediném strojovém cyklu. To znamená, že během jednoho strojového 
cyklu lze vykonávat jednu aritmeticko-logickou operaci. Oba operandy aritmeticko-logické 
instrukce jsou načteny z registrového pole, operace je provedena a výsledek směřuje opět 
do registrového pole. To vše v jediném strojovém cyklu. Zapojení vývodů je na obr. 4.1. 
Tato technika dává AVR procesorům velký výpočetní výkon. Například 
mikrokontroléry řady 8051 disponují instrukcemi o délce od 12 do 48 hodinových cyklů, 
navíc se pro výpočty musí používat akumulátor, který je v procesoru pouze jeden. 
Registrové pole lze tedy chápat jako skupinu akumulátorů. Všechny mikrokontroléry AVR 
disponují pamětí FLASH, pamětí EEPROM, jednotkou obsluhy přerušení, 8-bitovým 
čítačem/časovačem a dnes pochopitelně i různými komunikačními rozhraními jako je port 
UART nebo sériové komunikační rozhraní SPI. V řadě procesorů je integrován A/D 
převodník, či analogový komparátor. Mezi nejdůležitější parametry procesoru patří: 
• 16 kB programové paměti FLASH 
• 512 B paměť EEPROM 
• 1 kB paměť SRAM  
• sériový kanál USART 
• 8-kanálový 10-bitový A/D převodník 
• 4 osmibitové porty 
• pracovní kmitočet až 16 MHz 
• napájecí napětí 5 V 
 
Obr. 4.1: Zapojení vývodů obvodu ATmega16 (pouzdro DIL 40). [1] 
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4.2 Základní zapojení µC ATmega16 
 
V případě, kdy zařízení komunikuje s počítačem či jiným zařízením, je velmi 
výhodné ke komunikaci využít zabudovaný port UART. Rovněž již integrovaný A/D 
převodník pro měření dat je velkou výhodou. Programování µC je možné pomocí rozhraní 
JTAG. Na základě těchto požadavků byl pro tyto účely zvolen mikroprocesor ATmega16, 
který dostatečně splňuje všechny požadavky, který je dostupný v pouzdrech DIP i SMD. 
Mikroprocesor potřebuje ke své základní funkčnosti minimální konfiguraci (obr 4.2). 
Jako zdroj VCC požaduje kladné napětí 5 V. Pro generování pracovního kmitočtu procesoru 
může být využit jednak interní oscilátor, nebo externí oscilátor realizovaný v tomto případě 
krystalem o kmitočtu 14,7456 MHz, což činí délku jedné instrukce mikroprocesoru 68 ns. 
Resetovací pin procesoru je ošetřen odporem 1 kΩ. [5] 
 
 
Obr. 4.2: Základní zapojení procesoru ATmega16. [10] 
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4.3 A/D převodník 
 
Mikroprocesor ATmega16 je vybaven zabudovaným A/D převodníkem, což dává 
široké možnosti měření napětí či jiných fyzikálních veličin (po jejich převodu na napětí) 
bez nutnosti připojování vnějších A/D převodníků. Převodník je 10-bitový pracující 
algoritmem postupné aproximace. Je připojen na 8-kanálový analogový multiplexer, takže 
je možno snímat až 8 vstupů. A/D převodník obsahuje vzorkovač spojený se zesilovačem, 
který udržuje vstupní napětí v průběhu A/D převodu na stabilní úrovni. 
Vstupní analogové napětí je převedeno na 10-bitovou číslicovou hodnotu, 
kde minimum je reprezentováno vstupním pinem AGND a maximum pinem AREF. Zde je 
jako referenční napětí použito napájecí napětí procesoru +5 V. Vstupní analogové kanály 
se volí zápisem bitů do registru ADMUX. Všechny vstupy jsou konfigurovány jako SE 
(měří napětí proti zemi). 
Postupná aproximace potřebuje vstupní hodinový kmitočet v rozsahu 50 až 200 kHz. 
Pro dosažení maximální přesnosti. Je-li požadováno nižší rozlišení než 10 bitů, může být 
vzorkovací kmitočet vyšší než 200 kHz a tak je dosaženo vyšší vzorkovací rychlosti. 
Modul A/D převodníku obsahuje předděličku, která dělí systémové hodiny na hodinový 
kmitočet přijatelný pro A/D převodník. 
Analogové vstupy převodníku je vhodné připojit přes rezistory, zabraňující poškození 
vstupů v případě, že by na ně bylo přivedeno vyšší napětí než AUCC, nebo nižší napětí než 
AGND. Každý vývod mikrokontroléru je sice chráněn diodami, které se při přiložení 
zvýšeného napětí otevírají a odvádí tak proud pryč, ovšem nejsou navrženy na vysoký 
proud a tak je přítomnost rezistorů důležitá. 
 
4.4 Programování µC ATmega16 
 
Mikrokontrolery Atmel řady AVR obsahují FLASH paměť programu a EEPROM 
paměť dat programovatelné přímo v aplikaci (obvod je možné programovat bez nutnosti 
jeho vypojení z aplikace a umístění do programátoru). Aplikace umožňuje sériové 
programování (low voltage serial downloading) přes rozhraní ISP a také programování 
a ladění přes rozhraní JTAG osobním počítačem. 
Pro programování přes ISP rozhraní může být použit např. „Xilinx FPGA, CPLD 
& Atmel AVR programovací kabel“ spolu s volně šiřitelným programem „Atmel AVR ISP 
Parallel Port Programmer“. 
Pro programování a ladění přes rozhraní JTAG je možné použít např. „AVR JTAG 
ICE On-chip Debug System“ (emulátor firmy Atmel) či některý jiný kompatibilní JTAG 
programátor. 
ISP i JTAG rozhraní využívá univerzální I/O vývody PB5..PB7 (ISP) a PC2..PC5 
(JTAG) mikrokontroleru jako řídící a datové signály a dále vývod reset RST\. 
V době programování je nutné, aby na vývodech mikrokontroleru použitého 
programovacího rozhraní (ISP/JTAG vývody) nebyly připojeny žádné výstupní vodiče 
z připojeného hardware a tím nebyla komunikace programátoru s mikrokontrolerem 
narušena. Tato podmínka musí být dodržena v jakékoliv aplikaci s obvody Atmel AVR. [2] 
 
4.4.1 Programátor UniProg-USB 
 
Pro programování µC ATMEGA16 se jeví jako nejvýhodnější použít programátor 
UniProg-USB (obr. 4.3), který umožňuje programovat přes rozhraní ISP i JTAG. 
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Základní vlastnosti programátoru jsou: 
• Jednoduché připojení k osobnímu počítači přes USB port. 
• Plnohodnotné galvanické oddělení. 
• Vysoké komunikační rychlost s PC (až 921 600 baud). 
• Napájení 3.3V-5.0V. 
• Vysokorychlostní programování AVR přes ISP„low-voltage“ sériové rozhraní. 
• Automatické spuštění 1 ze 3 částí firmware na základě detekce připojeného 
kabelu/redukce v konektoru. 
• Programovací konektor (typ MLW10) je kompatibilní s ISP konektory základových 
desek systému MVS PKDesign. 
• Velmi malé rozměry – obal je typu „redukce CAN9-CAN9“. 
 
 
 
Obr. 4.3: Programátor UniProg-USB. [2] 
 
Parametry programování obvodu ATMEGA16 jsou: 
• Čtení z paměti FLASH:  0,34 s 
• Zápis do paměti FLASH: 1,45 s 
• Čtení z paměti EEPROM: 0,06 s 
• Zápis do paměti EEPROM: 4,72 s 
 
Provozní podmínky: 
• Maximální dovolené napájecí napětí VCC:    5.7V 
• Maximální dovolené připojené napětí na I/O vývodech VCC: 0.5V 
• Maximální dovolený proud vstupně/výstupních vývodů:  10mA 
• Provozní napájecí napětí VCC:     3,7V – 5,5V 
• Klidový odběr proudu (svítí všechny 3 LED diody):  60mA 
• Skladovací teplota okolí:      až +40°C 
• Provozní teplota okolí:      až +30°C 
 
Hardware programovacího kabelu UniProg se skládá z následujících částí (obr 4.4): 
• USB-A connector: konektor (zásuvka) pro připojení PC pomocí kabelu USB 
typu A-A „hub“ 
• FT232:  integrovaný obvod převádějící USB na UART-TTL 
• Galvanic separation: obvody galvanicky oddělující programovanou aplikaci od PC 
(ochrana PC) 
• mega16L:  mikrokontrolér obsahující řídící program (firmware) = jádro 
programátoru 
• MLW10 connector: konektor pro připojení programované aplikace 
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Obr. 4.4: Jednotlivé části UniProg-USB. [2] 
 
4.5 XPort 
 
XPort (obr 4.5) je kompletní převodník signálu Ethernet na RS232 (s úrovní TTL) 
a je zabudovaný přímo v ethernetovém konektoru. Umožňuje tedy jednoduše připojit 
zařízení komunikující přes rozhraní RS232 k Ethernetu (Internetu). Rozměry tohoto 
modulu jsou 34 x 19 x 15 mm. Zapojení vývodů je patrné z obr. 4.6 a tabulka 4.1. 
 
 
 
Obr. 4.5: Modul XPort. [4] 
 
Vlastnosti modulu XPort: 
• Protokoly: TCP/IP, UDP/IP, ARP, ICMP, SNMP, TFTP, Telnet, DHCP, BOOTP, 
HTTP, AutoIP. 
• Sériová linka: CMOS (Asynchronní, 5V Tolerant) Podpora RS422 a RS485. 
Rychlost 300 Bd až 921600 Bd. 
• Interní WEBové stránky (384 kB). 
• Odesílání e-mailů. 
• XPort SE s šifrováním (256-bit AES Rijndael). 
• Ethernet 10Base-T nebo 100Base-TX (Automatické rozpoznání). 
• Provedení v konektoru RJ45. 
• Výkonný processor (12 MIPS, založen na rozšřeném 16 bit DSTni-EX, 48MHz). 
• Napájení 3,3V.  
• Vývojový kit pro snadné ladění aplikací s modulem XPort. 
• Certifikát RoHS a WEEE. 
 
 
 
Obr. 4.6: XPort – zapojení vývodů. [4] 
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Tab. 4.1: XPort – zapojení vývodů. 
 
Název Pin Funkce
GND 1 Zem
VCC 2 Napájení 3,3 V
Reset 3 Reset
Data OUT 4 Výstup UART (TTL)
Data IN 5 Vstup UART (TTL)
CP1 6 Vstupě - výstupní port 1
CP2 7 Vstupě - výstupní port 2
CP3 8 Vstupě - výstupní port 3  
 
4.5.1 Nastavení modulu XPort 
 
V modulu XPort je nutné před jeho použitím provést nastavení sítě (IP adresa 
a maska podsítě), klienta kterému bude dovoleno se do XPortu připojit a samotné nastavení 
komunikace RS232 (bitová rychlost, nastavení parity, stop bit atd.). Nastavení IP adresy se 
provadí za pomoci programu DeviceInstaller, který také umí zobrazit základní informace 
o modulu XPort, jak je vidět na obr. 4.7. 
 
 
 
Obr. 4.7: Nastavení IP adresy pomoci MAC adresy a zobrazeni informaci modulu XPort. 
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Jakmile je přidělena IP adresa, je možné se do XPortu připojit pomoci internetového 
prohlížeče na portu 80 (klasický port pro komunikaci HPPT). Následně je potřeba zadat 
uživatelské jméno a heslo. Poté je možné nastavit již zmíněné parametry pro klienty, kteří 
se mohou k XPortu připojit (záložka Hostlist) a také nastavit komunikaci přes RS232 
(záložka Connection), jak je vidět na obr. 4.8. 
 
 
 
Obr. 4.8: Nastavení komunikace RS232 přes internetový prohlížeč. 
 
4.5.2 Příjem dat z XPortu 
 
Počítač, který komunikuje s modulem XPort musí mít nainstalovaný program CPR 
Manager, ve kterém se nastaví, na který virtuální port májí být data předána. 
K tomuto virtuálnímu portu se následně může připojit libovolný program a data 
zpracovat. Zde je nutno podotknout, že některé programy, včetně programu vyvinutého 
k této diplomové práci, mají problém s připojením na port s pořadovým číslem vyšším než 
9 (sériových portů může být teoreticky až 255). Proto je vhodné některý z portů COM1 
až COM9 uvolnit a na tuto volnou pozici nastavit virtuálním port modulu XPort. 
Na obr. 4.9 je vidět nastavení virtuálního portu COM8 v programu CPR Manager, 
pro modul XPort, který je dostupný na adrese 192.168.1.10.  
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Obr. 4.9: Nastavení virtuálního portu v programu CPR Manager. 
 
4.6 Napájení 
 
Požadavky na zdroj napětí nejsou příliš náročné. Mikroprocesor potřebuje ke své 
základní funkci kladné napětí 5 V. XPort vyžaduje 3,3 V, proto je zde zapojen standardní 
stabilizátor s pevným výstupním napětím 3,3 V. Jako zdroj napětí je vhodné použít adaptér 
s výstupním napětím 5 V a možností odběru proudu alespoň 1 A. 
 
4.7 Vývojový modul 
 
Pro vývojové účely byla použita deska MB-ATmega16 (obr. 4.10). K základové 
desce je možné připojit velké množství rozšiřujících modulů a/nebo uživatelský hardware. 
Pro vývoj aplikací lze použít nejrůznější vývojová prostředí různých výrobců, např. volně 
dostupný vývojový systém Atmel AVR Studio (obsahuje kompilátor assembleru, 
simulátor, debugger), dále pak volně dostupný systém WinAVR (obsahuje kompilátor 
GCC bez omezení velikosti kódu, programátorský editor a jako debugger lze použít AVR 
Studio) a další. Programování lze provádět přes rozhraní ISP, nebo přes rozhraní JTAG, 
které umožňuje i ladění (pomocí Atmel AVR Studia) a nebo s využitím tzv. boot-loaderu. 
 
 
Obr. 4.10: Základová deska MB-ATmega16. [3] 
 
Po odladění celé aplikace byla navržena, osazena a oživena finální verze desky 
plošných spojů (příloha 3). 
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5 Komunikace pomocí RS232 a HTTP 
 
5.1 Sériové rozhraní – RS232 
 
Práce se sériovým rozhraním je velmi podobná práci s běžnými soubory. Dokonce 
se u mnoha operací používají ty samé funkce, jako u souborů, ale v mnoha případech se 
tyto funkce chovají úplně jinak. Jako příklad je možné uvést operaci čtení. Pokud jsou data 
čtena ze souboru, je možné zjistit, zda tam jsou a přečíst je. Je-li operace čtení uplatněna na 
data ze sériové linky, je běžné, že v okamžiku zahájení čtení tam ještě žádná data nejsou 
a přijdou až v průběhu operace, anebo také ne. Toto vše je potřeba narozdíl od práce se 
soubory vyřešit a ošetřit. 
Při programování ve Windows nelze přistupovat přímo k adresám portů 
a zapisovat/číst pomocí instrukcí IN a OUT, protože tyto instrukce jsou funkční pouze 
v režimu jádra. Přistup k portům je vždy řešen pomocí nějakého ovladače, který běží 
v režimu jádra. Vzhledem k tomu, že sériové rozhraní je běžnou a standardní součástí 
počítače, poskytují Windows sadu API funkcí, pomocí kterých lze se sériovým rozhraním 
komunikovat. Tyto funkce nelze nijak obejít a přistupovat k portům přímo. 
Tabulka 5.1 ukazuje, jaké minimální kroky musí mít komunikace se sériovou linkou 
ve Windows. 
 
Tab. 5.1: Komunikace se sériovou linkou. 
 
Funkce Popis
CreateFile Získá handle portu
GetCommState Získá původní nastavení portu
SetCommState Změní nastavení portu
ReadFile Čte data z portu
WriteFile Zapisuje data na port
CloseHandle Uzavře komunikaci a uvolní port  
 
5.1.1 Otevření portu RS232 
 
Otevřením portu je získán jeho handle, který je předáván dalším funkcím pro práci 
s portem. Port je možné otevřít pouze jednou, při opětovném pokusu otevřít port podruhé, 
i jinou aplikací, operace selže. 
Otevření portu se provádí pomocí funkce CreateFile, tedy pomocí stejné funkce, 
která se používá pro otevírání souborů. Místo jména souboru se zadává název portu, který 
je tvořen řetězcem "COM" a jeho číslem, tedy typicky COM1 a COM2. Dále je potřeba 
určit, zda se bude na port zapisovat, číst nebo oboje. K tomu slouží hodnoty 
reprezentované výmluvně nazvanými konstantami GENERIC_WRITE, 
GENERIC_READ. Pokud je požadováno jak čtení, tak i zápis, použije se bitový součet 
těchto hodnot. Posledním parametrem, který je třeba zadat, je způsob otevření. Zde musí 
být vždy konstanta OPEN_EXISTING (otevření existujícího souboru). Ostatní parametry 
mohou mít nulovou hodnotu. 
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Příklad otevření portu COM1: 
 
HANDLE hComm =  CreateFile( "COM1",  // Jméno portu 
GENERIC_READ|GENERIC_WRITE, // Čtení i zápis  
0,     // Žádné sdílení 
0,     // Žádné bezpečnostní info 
OPEN_EXISTING,   // Otevírá existující 
0,     // Žádné atributy souboru 
0);     // Musí být NULL 
if (hComm == INVALID_HANDLE_VALUE) 
{ 
  printf("Chyba %d\n", GetLastError()); 
  return; 
} 
 
V případě chyby funkce vrací hodnotu -1 a podrobnější číslo chyby lze získat pomocí 
volání funkce GetLastError(). Samotné otevření portu jinak nic nedělá, neposílá žádná 
data ani nekontroluje nastavení. To je nutné udělat v dalším kroku, kterým je nastavení 
komunikační rychlosti, parity, délky přenášeného byte, atp. 
 
5.1.2 Nastavení portu RS232 
 
Před začátkem komunikace je potřeba nastavit její vlastnosti. Jedná se především 
o komunikační rychlost, délku start bitů, paritu, délku byte, použitý protokol. Jedině 
v případě, že sériová linka je nastavena správně, komunikace probíhá uspokojivě. Většina 
zařízení vyžaduje, aby nastavení přesně odpovídalo očekávanému, jinak se přenášejí 
zkreslená data nebo vůbec nic. Pro experimentování s konkrétním zařízením je nejlepší 
použít hyperterminál z Windows (nebo jiný software), kde je možné všechny vlastnosti 
nastavit přehledným způsobem a ihned vyzkoušet, zda se komunikace daří. Další možností, 
jak nastavit port, je použít konzolovou aplikaci mode, která umožní i výpis aktuálního 
nastavení portu. Výpis vlastností portu včetně výsledků COM1 je možné získat například 
po zadání „mode COM1“ do příkazového řádku, jak je vidět na obr 5.1. 
 
 
 
Obr. 5.1: Výpis vlastnosti portu COM1. 
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Při nastavování vlastností portů je třeba znát jednu důležitou vlastnost - nastavení 
se pamatuje i po skončení aplikace. Znamená to, že pokud je během experimentování port 
nastaven do nesmyslného stavu a není známo, jak vypadal stav původní, jediné možné 
řešení je restartovat počítač. Na druhou stranu toto umožňuje nastavit port v jiné aplikaci, 
než ve které je použita komunikace. Nastavení je možné provádět pomocí příkazu mode. 
Na obr 5.2 je znázorněn přenos dat přes sériovou linku. 
 
 
 
Obr. 5.2: Znázornění přenosu dat (jeden byte). 
 
Pokud je linka v jedničce, znamená to, že se žádná data nepřenášejí. Každý "zub" má 
délku, která je určena přenosovou rychlostí (položka baud). 
V okamžiku, kdy přejde linka do stavu 0 na dobu danou přenosovou rychlostí, je toto 
chápáno jako tzv. start bit, podle kterého se pozná, že začíná komunikace. Tento bit musí 
být vždy uveden, takže jej nelze nijak nastavovat. 
Dále následují data. Délka nemusí nutně být 8 bitů jak je zvykem - záleží na 
nastavení komunikace. V příkladu jsou přenášeny pouze 4 bity (konkrétně binární hodnotu 
0011). Délka bajtu je představována položkou datové bity. Pozor, zde nelze nastavit 
libovolnou hodnotu. 
Dalším přeneseným bitem je parita. Tato může být nastavena jako lichá, sudá, žádná, 
mezera nebo značka (odd, even, none, space, mark). Toto je určeno vlastností parita. 
V případě odd parity je paritní bit nastaven tehdy, když počet jedniček je lichý, v případě 
even parity bude bit nastaven, pokud je počet jedniček sudý. Při space paritě je paritní bit 
vždy nulový, při mark vždy jedničkový. Pokud je parita nastavena jako none, tak se paritní 
bit vůbec nepoužívá. 
Posledním bitem je tzv. stop bit, který lze nastavit (vlastnost stop bity). Možná 
nastavení jsou 1, 1.5, 2. Další položky se týkají řízení toku. 
 
Příklad nastavení portu: 
 
ctmoNew.ReadIntervalTimeout = 60; 
ctmoNew.ReadTotalTimeoutConstant = 200; 
ctmoNew.ReadTotalTimeoutMultiplier = 0; 
ctmoNew.WriteTotalTimeoutMultiplier = 0; 
ctmoNew.WriteTotalTimeoutConstant = 0; 
SetCommTimeouts(hComm, &ctmoNew); 
 
//nastaveni parametru 
dcbCommPort.DCBlength = sizeof(DCB); 
GetCommState(hComm, &dcbCommPort); 
 
dcbCommPort.BaudRate = CBR_4800; 
dcbCommPort.fBinary = TRUE; 
dcbCommPort.fParity = FALSE; 
dcbCommPort.fOutxCtsFlow = FALSE; 
dcbCommPort.fOutxDsrFlow = FALSE; 
dcbCommPort.fDtrControl = DTR_CONTROL_DISABLE; 
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dcbCommPort.fDsrSensitivity = FALSE; 
dcbCommPort.fTXContinueOnXoff = TRUE; // XOFF continues Tx 
dcbCommPort.fOutX = FALSE; 
dcbCommPort.fInX = FALSE; 
dcbCommPort.fErrorChar = FALSE;  // enable error replacement 
dcbCommPort.fNull = FALSE; 
dcbCommPort.fRtsControl = RTS_CONTROL_DISABLE; 
dcbCommPort.fAbortOnError = FALSE; 
dcbCommPort.XonLim = 2048;   // transmit XON threshold 
dcbCommPort.XoffLim = 512;   // transmit XOFF threshold 
dcbCommPort.ByteSize = 8; 
dcbCommPort.Parity = NOPARITY;           // NOPARITY 
dcbCommPort.StopBits = TWOSTOPBITS;  // TWOSTOPBITS; 
dcbCommPort.XonChar = 17;   // Tx and Rx XON character 
dcbCommPort.XoffChar = 19;   // Tx and Rx XOFF character 
dcbCommPort.ErrorChar = 0;   // error replacement character 
dcbCommPort.EofChar = 0;   // end of input character 
dcbCommPort.EvtChar = 0;   // received event character 
 
if (!SetCommState(hComm, &dcbCommPort)) 
{ 
  printf("Chyba %d\n", GetLastError()); 
  return; 
} 
 
5.1.3 Čtení z portu RS232 
 
Příklad čtení z portu: 
 
char buff[10]; 
unsigned long int BytesRead; 
 
ReadFile(hComm, buff, 10, &BytesRead, NULL); 
if (!BytesRead) return; 
 
// zpracovani bufferu 
buff[BytesRead] = 0; //zarazka 
 
5.1.4 Zápis na port RS232 
 
Příklad zápisu na port: 
 
if (hComm != INVALID_HANDLE_VALUE) 
{ 
  unsigned long int BytesRead; 
  WriteFile(hComm, m_buf, m_Count, &BytesRead, NULL); 
} 
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5.1.5 Uzavření portu RS232 
 
Příklad uzavření portu: 
 
if (hComm != INVALID_HANDLE_VALUE) 
{ 
  CloseHandle(hComm); 
  hComm = INVALID_HANDLE_VALUE; 
} 
 
5.2 Protokol HTTP a sockety 
 
Protokol HTTP je protokolem aplikační úrovně pro distribuované hypermediální 
informační systémy. V praxi to znamená, že tento protokol se obecně na internetu používá 
nejen pro přenos dat mezi klientem a serverem, ale i pro mnoho dalších úloh. Protokol 
HTTP je bezstavový, tj. že nerozpoznává klienty, od nichž chodí požadavky. Například 
pokud klient odešle požadavek a vzápětí zadá stejný klient další požadavek, server 
nepozná, že jde o stejného klienta. 
HTTP existuje ve 3 verzích, a to 0.9, 1.0 a 1.1. První z nich, označována za 
HTTP/0.9, existovala jako jednoduchý protokol, který uměl v omezené podobě přenášet 
data na internetu. Verzí HTTP/1.0 nabyl protokol možnosti přenášení informací ve formátu 
MIME, takže mohl obsahovat i metainformace o přenášených datech. Nejpodstatnějším 
vylepšením protokolu verzí HTTP/1.1, což je zároveň poslední aktuální verze, bylo to, 
že všechna spojení se stala trvalými. To znamená, že se spojení uzavře, až když jeden 
z dvojice klient-server odešle hlavičku pro uzavření. Dříve HTTP uzavíralo spojení po 
každé odpovědi serveru. Tímto vylepšením se hlavně nesrovnatelně zvýšila rychlost 
přenosu, protože server už pro každý obrázek, rám a applet nemusí otevírat nové spojení. 
 
Požadavek protokolu HTTP má následující formát: 
METODA URL-DOKUMENTU VERZE-HTTP 
HLAVIČKY 
prázdný řádek 
DALŠÍ-DATA     Pouze u metody POST 
 
Metoda požadavku značí způsob, jakým má server požadavek zpracovat. Hlavičky 
se odesílají v následujícím formátu: 
JMÉNO-HLAVIČKY: HODNOTA-HLAVIČKY 
 
Každá hlavička musí být na samostatném řádku. Všechny řádky musí být ukončeny 
sekvencí znaků CRLF (\r\n). Na konci všech hlaviček musí následovat prázdný řádek, 
i kdyby za ním už neměla být žádná data. 
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5.2.1 Protokol HTTP v jazyce C++ 
 
Požadavky se v C++ odesílají přes tzv. sockety. Socket je v podstatě jakési spojení 
mezi serverem a klientem. Před samotným použitím je potřeba nejdříve socket otevřít. 
K tomu slouží funkce fsockopen: 
 
fsockopen(server, port); 
 
Příklad: 
$sock = fsockopen("www.vutbr.cz", 80); 
 
Socket je otevřený, může se odeslat požadavek pomocí funkce fputs: 
fputs(socket, požadavek); 
 
Příklad: 
fputs($sock, "GET /index.html HTTP/1.1\r\nHost: www.vutbr.cz\r\n\r\n") 
 
5.2.2 Metody protokolu HTTP 1.1 
 
Pro protokol HTTP verze 1.1 existuje sedm základních metod požadavků: 
 
• GET 
• POST 
• HEAD 
• OPTIONS 
• PUT 
• DELETE 
• TRACE 
 
Za každým požadavkem ještě mohou následovat jednotlivé hlavičky. Ve verzi HTTP 
1.1 je v každém požadavku povinná hlavička Host, která specifikuje hostitele. 
Po hlavičkách musí následovat prázdný řádek. 
 
5.2.3 Metoda GET protokolu HTTP 
 
Metoda GET je ta nejjednodušší a patří mezi základní. Prakticky pokaždé, když 
se načítá stránka ze serveru a neodesílají se žádná data, používá se k obdržení stránky 
ze serveru právě tato metoda. Výsledkem je tudíž stránka a její hlavičky. 
 
Formát metody GET: 
 
GET URL-STRÁNKY VERZE-PROTOKOLU 
HLAVIČKY 
prázdný řádek 
 
Příklad: 
GET /index.asp HTTP/1.1 
Host: www.vutbr.cz 
prázdný řádek 
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5.2.4 Metoda POST protokolu HTTP 
 
Metoda POST funguje v podstatě sejně jako metoda GET, ale u POST je možnost 
za hlavičkami (a prázdným řádkem) poslat skriptu data. Touto metodou se například 
odesílají data z formuláře s metodou POST. 
Formát tohoto požadavku je následující: 
 
POST URL-STRÁNKY VERZE-PROTOKOLU 
HLAVIČKY 
prázdný řádek 
DATA Z FORMULÁŘE 
 
Příklad: 
POST /zpracujdata.php HTTP/1.1 
Host: www.formulare.cz 
Content-Length: 29 
Content-Type: application/x-www-form-urlencoded 
prázdný řádek 
pole1=hodnota1&pole2=hodnota2 
 
U této metody nám přibyly některé hlavičky. Content-Length značí, jak dlouhá jsou 
data z formuláře (v bytech) a Content-Type: application/x-www-form-urlencoded značí 
MIME typ dat z formuláře. 
 
5.2.5 Metody HEAT, OPTIONS, PUT, DELETE a TRACE protokolu HTTP 
 
V tabulce 5.2 je uveden popis ostatních, méně používaných metod protokolu HTTP. 
 
Tab. 5.2: Vlastnosti Metod HEAT, OPTIONS, PUT, DELETE a TRACE protokolu HTTP. 
 
Metoda Popis
HEAD Funguje stejně jako GET, ale nevrací tělo - využití při zjištění změny stránky
OPTIONS Používá se pro dotaz na možnosti serveru
PUT Funguje stejně jako GET, ale uchovává tělo požadavku na místě požadovaným URL
DELETE Odstraňuje dokument ze serveru.
TRACE Používá se pro sledování požadavku přes všechny proxy servery a firevally
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6 Modul pro měření a odesílání dat 
 
Schéma zapojení a návrh desky plošných spojů modulu pro měření a odesílání dat byl 
proveden v programu KiCad. Tento program je šířen pod licencí GPL a tím pádem není 
zatížen žádným omezením, jako například Eagle. Schéma zapojení (příloha 1), deska 
plošných spojů (příloha 2). Celý modul je navržen pro případné rozšíření a μC ATmega16 
se dá velmi snadno programovat přímo v aplikaci za pomoci programátoru UniProg USB. 
Blokové schéma modulu je na obr. 6.1. 
 
uC ATmega16 XPort
Měřená
veličina
Ethernet
(Internet)
      UART
      (TTL)
 
 
Obr. 6.1: Blokové schéma modulu pro měření a odesílání dat. 
 
Modul provádí periodické měření na portu PA a naměřená data odesílá přes UART 
do XPortu. Sériová linka UART je nastavena následovně - přenosová rychlost 115200 b/s, 
počet datových bitů 8, žádná parita, počet stop bitů 1 a žádné řízení toku. Stejné parametry 
jsou nastaveny v modulu XPort, který data ze sériové linky převádí a odesílá přes rozhraní 
ethernet (Internet).  
 
START / RESET
A/D PŘEVOD
DOKONČEN?
NASTAVENÍ I/O INICIALIZACEUART + A/D
A/D PŘEVOD
ODESLÁNÍ DAT
NA UART
ANO
NE
ODESLÁNÍ
DOKONČENO?
ANO
NE
 
 
Obr. 6.2: Vývojový diagram programu pro mikrokontrolér ATmega16. 
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Osazený a funkční modul je v příloze 3. Na obr 6.2 je vývojový diagram programu 
pro µC ATmega16, kde je vidět, jak program funguje. Po startu nebo resetu µC ATmega16 
dojde k nastavení vstupně/výstupních pinů, nastavení komunikace UART a A/D 
převodníku. Dále dochází periodicky k měření a odesílání hodnot přes rozhraní UART. Při 
vývoji této desky bylo zjištěno, že i když µC ATmega16 podle katalogových údajů pracuje 
v rozmezí napětí 4,5 až 5,5 V, bez problému funguje i s napájením 3,3 V, kterým je 
napájen XPort. Toto zjištění by bylo podstatné, kdyby XPort nebyl tolerantní ke vstupnímu 
napětí o úrovní 5V. Jinak by bylo také možné použít verzi µC ATmega16L, která pracuje 
v rozmezí napájecího napětí 2,7 až 5,5 V. Zdrojový kód je psaný v jazyce Asembler za 
pomocí programu AVR Studio 4. 
 
6.1 Popis A/D převodu 
 
Jak již bylo uvedeno výše, µC ATmega16 umožňuje měřit napětí zabudovaným A/D 
převodníkem s postupnou aproximací o rozlišení až 10 bitů. Mnohdy je tato přesnost 
předimenzovaná a j možné použít převod s nižším rozlišením a díky tomu získat daleko 
větší rychlost převodu (menší doba nutná pro převod). 
Základní vlastnosti A/D převodníkujsou: 
• až 10ti bitové rozlišení 
• nelinearita max. 0,5 LSB 
• přesnost ± 2 LSB 
• průměrný čas konverze 65 - 260 us (15 000 vzorků / s) 
• celkem 8 možných vstupů (multiplexovaných) 
• nastavitelné rozlišení 
• vstupní napětí a reference v celém rozsahu napájení 
• nastavitelná vnitřní reference 2,56V 
• možnost volby mezi ručním spouštěním a kontinuálním během 
• možnost spuštění přerušení po dokončení konverze 
 
Pro řízení zabudovaného AD převodníku se používá několik speciálních registrů. 
Jedním z nich je registr AMUX. Rozložení řídících bitů registru je na obr 6.3. 
 
 
 
Obr. 6.3: Řídící bity registru AMUX. [1] 
 
Význam jednotlivých bitů: 
 
• REFS0, REFS1 slouží k výběru analogové reference. 
 
REFS0 REFS1 
0  0  vnější reference 
 0  1  AVCC (kondenzátor na AREF) 
 1  0  nevyužito 
1  1  vnitřní reference 2,56 V 
 
Při připojení vnitřní reference nesmí být na vývod AREF připojeno vnější napětí 
a je nutné na tento vývod připojit kondenzátor. 
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• ADLAR slouží k nastavení zarovnání výsledku převodu. Je-li bit vynulován, 
je výsledek zarovnán standardně napravo. Je-li bit nastaven, pak je výsledek 
zarovnán doleva. 
 
• MUX4 - MUX0 slouží k výběru kanálu. Může být vybrán jeden kanál, použitelný 
pro převod a nebo dva kanály, kde se převání rozdíl mezi úrovněmi napětí těchto 
kanálů. Pokud je zvolena hodnota 0 - 7, pak je zvolen jeden z kanálů. Pokud 
je nastavena hodnota 8 - 29 pak se převod koná na výsledku rozdílu mezi 
vybranými diferenčními kanály. Hodnota 30 slouží pro přivedení napětí 
1,22 V na vstup převodníku a hodnota 31 přivede na vstup 0V. (AGND). 
 
Dalším registrem pro nastavení A/D převodníku je registr ADCSRA. Tento registr 
řídí převod a informuje nás o stavu převodu. Rozložení řídících bitů registru je na obr 6.4. 
 
 
 
Obr. 6.4: Řídící bity registru ADCSRA. [1] 
 
Význam jednotlivých bitů: 
 
• ADEN - Zapíná a vypíná AD převodník. Pokud je prováděn převod, je ihned 
ukončen. 
 
• ADSC - Začne s AD převodem na vybraném kanálu (nebo dvojici diferenčních 
kanálů. Čtením tohoto bitu lze zjistit, v jakém stavu je převod. Pokud převod stále 
probíhá, je bit nastaven. Pokud je bit vynulován, byl převod dokončen. 
 
• ADATE - Tento bit zajistí automatické spouštění vzniku nastaveného přerušení. 
 
• ADIF - příznak přerušení po dokončení AD převodu. 
 
• ADIE - povolí přerušení od AD převodníku. 
 
• ADPS2:ADPS0 - nastaví před-děličku hodin pro AD převodník. Dělicí faktor 
je 2,2,4,8,16,32,64,128. 
 
Výsledek převodu se zapisuje do dvojice registrů ADCH a ADCL. Hodnoty z těchto 
registrů se musí číst vždy v pořadí ADCL a ADCH, aby bylo zajištěno, že je čtena celá 
hodnota z právě dokončeného AD převodu. [1] 
Jedním z dalších registrů, které obsahují bity pro nastavení funkce AD převodníku je 
registr SFIOR. Konkrétně se jedná o bity ADTS2:ADTS0. Tyto bity nastavují zdroj pro 
spuštění AD převodu. Pro tento druh spuštění musí být zároveň nastaven bit ADATE. Data 
jsou odesílána přes sériovou linku ve formátu, který je detailně popsán v kapitole 7.1.1. 
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7 Zpracování, ukládání a zobrazení dat 
 
Pro zpraování, uložení a zobrazení dat, musí být na straně serveru nainstalovány 
a spuštěny následující aplikace: 
• CPR Manager (virtuální COM port pro XPort) 
• COM2HTTP (program pro převádění dat z rozhraní UART na rozhraní ethernet) 
• Apache s rozšířením o modul PHP (webový server pro zpracování dat) 
• Relační databáze MySQL (databáze pro ukládání dat) 
• Internetový prohlížeč (zobrazení uložených dat) – součást většiny operačních 
systémů 
 
7.1 Program COM2HTTP 
 
Tento program byl vytvořen v rámci této diplomové práce za účelem převedení dat 
z rozhraní sériové linky na protokol http, tedy na rozhraní využívající ethernet (Internet). 
Jak je patrné z obr. 7.1, ovládání tohoto programu je velmi intuitivni. 
 
 
 
Obr. 7.1: Program COM2HTTP pro převedení měřených dat. 
 
Jaroslav Šváb                                                                     Systém pro vzdálené měření a ukládání dat v centrální databázi 
 
- 35 - 
V tomto programu se nejdříve vybere virtuální port modulu XPort, který je nastaven 
v programu CPR Manager. Dále se nastaví IP adresa a port serveru, na kterém 
je nainstalován program Apache. Poté je možné otevřít COM port a když jsou přijata data 
ve správném formátu, program otevře soket na zadanou IP adresu a odesílá data.  
 
7.1.1 Protokol pro komunikaci s programem COM2HTTP 
 
Pro předání dat získaných při měření pro obslužný program COM2HTTP byl navržen 
jednoduchý komunikační protokol (tabulka 7.1). Program COM2HTTP akceptuje data 
pouze v tomto formátu, a to jednak z důvodů rozlišení čidel, ze kterého byly data 
poslány,ale také kvůli zamezení náhodně nebo chybně přijatých dat. 
 
Tab. 7.1: Protokol pro komunikaci s programem COM2HTTP. 
 
Uvozující TAG Čidlo Oddělovací TAG Hodnota Ukončovací TAG
< 1 : 100 >  
 
Příklad přenášených dat: 
Čidlo:   1 
Hodnota:  100 
 
Výstup protokolu: <1:100> 
 
7.1.2 Data odesílaná z programu COM2HTTP 
 
Jak již bylo popsáno výše, programu Apache jsou data předána přes otevřený soket 
pomocí protokolu HTTP, konkrétně metodou GET v následujícím formátu: 
 
GET /index.php?action=add&type=1&data=100 HTTP/1.1 
HOST: 127.0.0.1 
 
což znamená, že je vyslán požadavek GET, na skript index.php, jsou naplněny proměnné 
(action=add, typ=1 a data=100), použitá verze protokolu HTTP je 1.1 a požadavek 
je na doménu 127.0.0.1. Za druhým řádkem je ještě odeslán jeden prázdny, což znamená 
ukončení HTTP hlavičky. V programu Apache běží PHP skript, který tyto data vyhodnotí 
a uloží do databáze. 
 
7.2 Struktura tabulky data v databázi MySQL 
 
V tabulce 7.2 je zobrazena struktura tabulky data. 
 
Tab. 7.2: Struktura tabulky data v databázi .MySQL. 
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V tabulce 7.3 jsou zobrazeny indexy tabulky data. 
 
Tab. 7.3: Indexy tabulky data v databázi MySQL. 
 
 
 
 
7.3 Skript PHP 
 
Skript PHP, běžící na serveru Apache je v příloha 5. Tento skript se stará o připojení 
do databáze MySQL, pomocí funkce mysql_connect() a mysql_select_db(). Další 
vlastnosti skriptu jsou: 
• Vymazání všech záznamů z databáze 
• Přidání záznamu do databáze 
• Vypsání posledních 20-ti záznamů z databáze 
• Generování grafu posledních 20-ti záznamů s automatickým měřítkem osy Y 
 
To, jaká vlastnost skriptu bude při jeho volání vykonána se určuje pomocí naplnění 
proměnné $action řetězci “reset“, “add“, ““ nebo “image”. Na obr. 7.2 je výpis dat z DB. 
 
 
 
Obr. 7.2: Výpis dat z databáze – volání skriptu PHP bez parametrem v proměnné $action. 
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Při použití parametru “image“ v proměnné $action vrátí skript PHP obrázek, který 
je vidět na obr. 7.3. 
 
 
 
Obr. 7.3: Vykreslení dat z databáze – volání skriptu PHP s parametrem “image“ 
v proměnné $action. 
 
Pro vykreslení využívá skript knihovnu GD2, zejména funkce: 
• imagecreate()  pro vytvoření plátna pro kreslení 
• imagecolorallocate() pro zvolení barvy štětce 
• imageline()  pro kreslení čáry 
• imagestring()  pro vykreslení extu 
• imagepng()  pro převedení plátna do formátu PNG 
• imagedestroy() pro odeslání dat (obrázku) klientovi 
 
Skript je natolik inteligentní, že dokáže automaticky zvolit měřítko osy Y podle 
nejvyšší hodnoty, která je vykreslována. To znamená, že když bude například maximální 
hodnota jednoho z vzorků 97, maximální měřítko osy Y bude nastaveno na 100. Hodnoty, 
mezi kterými je schopna osa Y přepínat maximální měříko jsou 10, 50, 100, 500, 1000, 
5000, 10000 a 50000. 
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8 Návrh desky plošných spojů v KiCad 
 
Deska plošných spojů byla naržena v programu KiCad (obr. 8.1), který umožňuje 
kreslení schémat, návrhy desek plošných spojů a zobrazení 3D modelů. V tomto program 
není žádné omezení velikost desky, jakonapříklad v programu Eagle, protože je vytvářen 
pod licencí GPL. Další výhodou programu KiCad je, že jej není potřeba instalovat. Pro 
jeho použití ho stačí pouze rozbalit do některé ze složek. Navíc běží i pod operačním 
systémem Linux. Další výhodou je možnost importu knihoven z programu Eagle. 
 
 
 
Obr. 8.1: Hlavní okno programu KiCad. 
 
Ve složce winexe (pro operační systém Windows) nebo ve složce linux (pro operační 
systém Linux) se nachází pět spustitelných souborů. První z nich se jmenuje KiCad 
a spouští rozhraní, přes které lze spustit některý ze čtyř zbývajících spustitelných souborů.  
Kliknutím na první ikonu se spouští editor schémat (obr 8.2). Editor obsahuje velké 
množství schématických značek a velmi jednoduše se dají přidat další. Práce s editorem je 
snadná a velmi podobná programům stejného typu. Po nakreslení schématu je potřeba 
jednotlivým součástkám přiřadit označení, vyexportovat netlist a v něm přiřadit 
jednotlivým součástkám jejich pouzdra. 
V další části programu je možnost prohlédnout pouzdra jednotlivých součástek, 
a to nejen tak, jak budou vypadat na schématu, ale i jejich 3D model. Dále je možné 
vytvářet seznamy součástek a tyto součástky editovat. 
Kliknutím na další položku se spouští program na tvorbu plošných spojů. V něm 
je potřeba importovat netlist a jednotlivé součástky rozmístit. Součástky lze propojit jak 
ručně, tak i autorouterem. Vytvořenou desku lze zobrazit i v pohledu 3D a lze 
s ní libovolně otáčet v prostoru. Na obr. 8.3 je náhled na nárh desky plošných spojů 
v programu KiCad. 
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Obr. 8.2: Okno editoru schémat programu KiCad. 
 
 
 
Obr. 8.3: Návrh desky plošných spojů v programu KiCad. 
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9 Závěr 
 
Úkolem diplomové práce byl návrh a realizace systému pro vzdálené měření 
a ukládání dat v centrální databázi, jehož rozbor a návrh je v kapitole 2. Princip činnosti 
systému spočívá v periodickém měření napětí a odesílání naměřených dat přes sériovou 
linku do modulu XPort, následné přenesení přes rozhraní ethernet (Internet), přijmutí, 
zpracování a uložení dat do relační databáze MySQL na straně serveru. Zobrazení 
naměřených dat je možné pomocí internetového prohlížeči - po zadání IP adresy serveru, 
kde je nainstalovaný program Apache. 
Systém umožňuje měření široké škály veličin a to hlavně elektrických s rozlišením 
až 10 bitů. Pro měření neelektrických veličin jako například teploty, je potřeba tyto 
veličiny nejdříve převést na elektrické, za pomoci senzorů, což je nastíněno v kapitole 3. 
Modul pro vzdálené měření a odesílání dat byl nejdříve vyvíjen na vývojové desce 
MB-ATmega16 (obr. 4.10), ke které je možné připojit velké množství rozšiřujících 
modulů a/nebo uživatelský hardware. Zdrojový kód byl psaný v prostředí AVR Studia 4 
a programování paměti FLASH a EEPROM bylo prováděno za pomocí programátoru 
UniProg-USB přes rozhraní JTAG. Po odladění celé aplikace byla navržena, osazena 
a oživena finální verze desky plošných spojů (příloha 3). 
Z důvodů přenosu dat z různých čidel a také zamezení chyb při přenosu přes sériovou 
linku byl navržen protokol pro komunikaci s programem COM2HTTP. Dále byl v rámci 
této diplomové práce program COM2HTTP vytvořen a odladěn. Jeho hlavní funkcí je 
přijímání dat z virtuálního portu COM a odesílání těchto dat k dalšímu zpracování 
programu Apache. Pro odeslání těchto dat se využívá soketů a hlavičky protokolu HTTP, 
konkrétně metody GET. Teoreticky by bylo možné využít i jinou metodu - například 
metodu POST. 
Data odeslaná za pomocí protokolu HTTP jsou přijata programem Apache a následně 
jsou zpraována, uložena do relační databáze MySQL a případně zobrazena v internetovém 
prohlížeči pomocí skriptu PHP. 
Deska plošných spojů modulu pro vzdálené měření a ukládání dat byla navržena 
v programu KiCad, jehož hlavní výhodou je bezplatná licence. Základní vlastnosti tohoto 
programu jsou popsány v kapitole 8. 
Modul pro vzdálené měření a odesílání dat v centrální databázi nepotřebuje ke své 
činnosti PC, stačí mu pouze napájecí napětí 5V 1A a připojení ethernet (Internet). Má 
malou energetickou spotřebu, je spolehlivý a má nízké pořizovací i provozní náklady. 
Tento modul je navržen pro další úpravy, což je velmi snadné hlavně díky 
programovacímu rozhraní JTAG, které umožňuje programování a ladění µC ATmega16 
přímo v aplikaci. 
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Příloha 1: Schéma zapojení modulu pro měření a odesílání dat. 
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Příloha 2: Deska plošných spojů modulu pro měření a odesílání dat. 
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Příloha 3: Modul pro měření a odesílání dat. 
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Příloha 4: Zdrojový kód programu COM2HTTP 
 
#include <iostream.h> 
#include <stdio.h> 
#include <iostream> 
#include <windows.h> 
#include <string> 
#include <winsock.h> 
 
using namespace std; 
//--------------------------------------------------------------------------- 
 
#include <vcl.h> 
#pragma hdrstop 
#include "Unit1.h" 
TMyThread *SendThread; 
//--------------------------------------------------------------------------- 
 
#pragma package(smart_init) 
#pragma link "trayicon" 
#pragma resource "*.dfm" 
TForm1 *Form1; 
//--------------------------------------------------------------------------- 
 
__fastcall TForm1::TForm1(TComponent* Owner) 
        : TForm(Owner) 
{ 
  SendThread = NULL; 
} 
//--------------------------------------------------------------------------- 
 
void TForm1::OpenCom() 
{ 
  COMMTIMEOUTS ctmoNew; 
  DCB dcbCommPort; 
 
  //otevreni portu 
  hComm = CreateFile(Form1->ComboBox1->Text.c_str(), GENERIC_READ|GENERIC_WRITE, 0, 0, 
OPEN_EXISTING, 0, 0); 
 
  // vazna chyba 
  if(hComm == INVALID_HANDLE_VALUE) 
  { 
    Memo1->Lines->Add(Form1->ComboBox1->Text + " - OPENED ERROR!"); 
    return; 
  } 
 
  //nastaveni timeoutu (cas v ms) 
  ctmoNew.ReadIntervalTimeout = 60; 
  ctmoNew.ReadTotalTimeoutConstant = 200; 
  ctmoNew.ReadTotalTimeoutMultiplier = 0; 
  ctmoNew.WriteTotalTimeoutMultiplier = 0; 
  ctmoNew.WriteTotalTimeoutConstant = 0; 
  SetCommTimeouts(hComm, &ctmoNew); 
 
  //nastaveni parametru 
  dcbCommPort.DCBlength = sizeof(DCB); 
  GetCommState(hComm, &dcbCommPort); 
 
  dcbCommPort.BaudRate=CBR_115200;//CBR_115200 
  dcbCommPort.fBinary=TRUE; 
  dcbCommPort.fParity=FALSE; 
  dcbCommPort.fOutxCtsFlow=FALSE; 
  dcbCommPort.fOutxDsrFlow=FALSE; 
  dcbCommPort.fDtrControl=DTR_CONTROL_DISABLE; 
  dcbCommPort.fDsrSensitivity=FALSE; 
  dcbCommPort.fTXContinueOnXoff=TRUE; // XOFF continues Tx 
  dcbCommPort.fOutX=FALSE; 
  dcbCommPort.fInX=FALSE; 
  dcbCommPort.fErrorChar=FALSE;       // enable error replacement 
  dcbCommPort.fNull=FALSE; 
  dcbCommPort.fRtsControl=RTS_CONTROL_DISABLE; 
  dcbCommPort.fAbortOnError=FALSE; 
  dcbCommPort.XonLim=2048;               // transmit XON threshold 
  dcbCommPort.XoffLim=512;              // transmit XOFF threshold 
  dcbCommPort.ByteSize=8; 
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  dcbCommPort.Parity=NOPARITY; 
  dcbCommPort.StopBits=ONESTOPBIT;     //TWOSTOPBITS; 
  dcbCommPort.XonChar=17;              // Tx and Rx XON character 
  dcbCommPort.XoffChar=19;             // Tx and Rx XOFF character 
  dcbCommPort.ErrorChar=0;            // error replacement character 
  dcbCommPort.EofChar=0;              // end of input character 
  dcbCommPort.EvtChar=0;              // received event character 
 
  if (!SetCommState(hComm, &dcbCommPort)) //ERROR 
  { 
    Memo1->Lines->Add(Form1->ComboBox1->Text + " - SET COMM STATE ERROR!"); 
    return; 
  } 
 
  // OK 
  Memo1->Lines->Add(Form1->ComboBox1->Text + " - OPENED"); 
  Form1->ComboBox1->Enabled = false; 
  Form1->Button1->Enabled = false; 
  Form1->Button2->Enabled = true; 
  Form1->Timer1->Enabled = true; 
} 
//--------------------------------------------------------------------------- 
 
void TForm1::CloseCom() 
{ 
 
  if(hComm != INVALID_HANDLE_VALUE) 
  { 
    CloseHandle(hComm); 
    hComm = INVALID_HANDLE_VALUE; 
    Memo1->Lines->Add(Form1->ComboBox1->Text + " - CLOSED"); 
  } 
 
  Form1->ComboBox1->Enabled = true; 
  Form1->Button2->Enabled = false; 
  Form1->Button1->Enabled = true; 
  Form1->Timer1->Enabled = false; 
} 
//--------------------------------------------------------------------------- 
 
void __fastcall TForm1::Button1Click(TObject *Sender) 
{ 
  OpenCom(); 
} 
//--------------------------------------------------------------------------- 
 
void __fastcall TForm1::CBOnChange(TObject *Sender) 
{ 
  Form1->Button1->Caption = "Open " + Form1->ComboBox1->Text; 
  Form1->Button2->Caption = "Close " + Form1->ComboBox1->Text; 
} 
//--------------------------------------------------------------------------- 
 
void __fastcall TForm1::Button2Click(TObject *Sender) 
{ 
  CloseCom(); 
} 
//--------------------------------------------------------------------------- 
 
void __fastcall TForm1::FormCreate(TObject *Sender) 
{ 
  hComm=INVALID_HANDLE_VALUE; 
} 
//--------------------------------------------------------------------------- 
 
void __fastcall TForm1::Timer1Timer(TObject *Sender) 
{ 
  char buff[10]; 
  unsigned long int BytesRead; 
 
  ReadFile(hComm, buff, 10, &BytesRead, NULL); 
  if (!BytesRead) return; 
 
  // zpracovani bufferu 
  buff[BytesRead]=0; //zarazka 
  AnsiString Message; 
  Message = buff; 
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  if(Message.SubString(1, 1) != "<") return; 
  if(Message.SubString(3, 1) != ":") return; 
  if(Message.SubString(Message.Length(), 1) != ">") return; 
  Memo1->Lines->Add("Receive $" + IntToStr((int)Message[4]) + " from " + Form1->ComboBox1-
>Text + " => Send to " + Form1->Edit4->Text + ":80"); 
  TxData = "?action=add&type=" + Message.SubString(2, 1) + "&data=" + 
IntToStr((int)Message[4]) + " HTTP/1.1"; 
  SendThread = new TMyThread(true);    //vytvor vlakno 
} 
//--------------------------------------------------------------------------- 
 
void __fastcall TForm1::FormClose(TObject *Sender, TCloseAction &Action) 
{ 
//  if(SendThread) {SendThread->Terminated;} 
  CloseCom(); 
} 
//--------------------------------------------------------------------------- 
 
__fastcall TMyThread::TMyThread(bool CreateSuspended): TThread(CreateSuspended) 
{ 
  Priority = tpNormal;    //vlakno ma normalni prioritu 
  Resume(); //rozjed vlakno 
} 
//--------------------------------------------------------------------------- 
 
__fastcall TMyThread:: ~TMyThread() 
{ 
  if(SendThread) {SendThread->Terminated;} //ukonci vlakno 
  SendThread = NULL; 
} 
//--------------------------------------------------------------------------- 
 
void __fastcall TMyThread::GetSettings() 
{ 
  ServerAddress = Form1->Edit4->Text.c_str(); 
  TxData = Form1->TxData.c_str(); 
} 
 
void __fastcall TMyThread::Execute() 
{ 
  WORD wVersionRequested = MAKEWORD(1,1); // Číslo verze 
  WSADATA data;                           // Struktura s info. o knihovně 
 
  std::string text("Test\n");             // Text 
  hostent *host;                           // Vzdaleny pocitac 
  sockaddr_in serverSock;                 // 
  int mySocket;                           // Soket 
  char buf[BUFSIZE];                      // Přijímací buffer 
  int size = -1;                          // Počet přijatých a odeslaných bytů 
 
  Synchronize(GetSettings); 
 
  if (WSAStartup(wVersionRequested, &data) != 0) //Připravíme sokety na práci 
  { 
    return; 
  } 
 
  if((host = gethostbyname(ServerAddress.c_str())) == NULL) 
  { 
    WSACleanup(); 
    return; 
  } 
 
  if ((mySocket = socket(AF_INET, SOCK_STREAM, IPPROTO_TCP)) == -1) //Vytvoříme soket 
  { 
    WSACleanup(); 
    return; 
  } 
 
  serverSock.sin_family = AF_INET; // 
  serverSock.sin_port = htons(80); // 2) Číslo portu 
  memcpy(&(serverSock.sin_addr), host->h_addr, host->h_length); 
 
  if(connect(mySocket, (sockaddr *)&serverSock, sizeof(serverSock)) == -1) 
  { 
    WSACleanup(); 
    return; 
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  } 
 
  text = "GET /index.php" + TxData + "\nHOST: " + ServerAddress + "\n\n"; 
 
  if((size = send(mySocket, text.c_str(), text.size() + 1, 0)) == -1) //Odešlu pozdrav 
  { 
    WSACleanup(); 
    return; 
  } 
 
  closesocket(mySocket); //Uzavřu spojení s klientem 
  WSACleanup(); 
} 
//--------------------------------------------------------------------------- 
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Příloha 5: Zdrojový kód PHP 
 
<?php                                                                                   // 
zacatek PHP skriptu 
  $mysql_id = mysql_connect("localhost", "root", "vertrigo");                           // 
pripojeni do DB 
  mysql_select_db("db-svab", $mysql_id);                                                // 
vyber DB 
 
  if($_REQUEST["action"] == "image")                                                    // 
graf... 
  { 
    header("Content-type: image/png");                                                  // 
typ - obrazek / PNG 
    $my_ImageWidth = 500;                                                               // 
sirka obrazku 
    $my_ImageHeight = 500;                                                              // 
vyska obrazku 
    $im = @imagecreate($my_ImageWidth + 70, $my_ImageHeight + 10) or die("Cannot Initialize 
new GD image stream"); // vytvoreni platna 
    $background_color = imagecolorallocate($im, 255, 255, 255);                         // 
nastaveni barvy pozadi 
 
    $dotaz = mysql_query("SELECT data FROM data WHERE type=1 ORDER BY id LIMIT 20;");   // 
SQL dotaz 
    $my_NumRows = mysql_num_rows($dotaz); 
 
    mysql_data_seek($dotaz, 0);                                                       // 
skocim na prvni radek 
    $my_MinValue = 0;                                                                 // 
pro prepocet hodnot 
    $my_MaxValue = 10;                                                               // pro 
prepocet hodnot 
    $my_ConstSize = 1;                                                                // 
konstanta pro prevod 
 
    while($radek = mysql_fetch_array($dotaz)) 
    { 
      if($radek["data"] < $my_MinValue) {$my_MinValue = $radek["data"];} 
      if($radek["data"] > $my_MaxValue) {$my_MaxValue = $radek["data"];} 
    } 
 
    if($my_MaxValue > 10) 
    { 
      if($my_MaxValue > 10    && $my_MaxValue <= 50)    {$my_MaxValue = 50;}          // 
zaokrouhleni 
      if($my_MaxValue > 50    && $my_MaxValue <= 100)   {$my_MaxValue = 100;}         // 
zaokrouhleni 
      if($my_MaxValue > 100   && $my_MaxValue <= 500)   {$my_MaxValue = 500;}         // 
zaokrouhleni 
      if($my_MaxValue > 500   && $my_MaxValue <= 1000)  {$my_MaxValue = 1000;}        // 
zaokrouhleni 
      if($my_MaxValue > 1000  && $my_MaxValue <= 5000)  {$my_MaxValue = 5000;}        // 
zaokrouhleni 
      if($my_MaxValue > 5000  && $my_MaxValue <= 10000) {$my_MaxValue = 10000;}       // 
zaokrouhleni 
      if($my_MaxValue > 10000 && $my_MaxValue <= 50000) {$my_MaxValue = 50000;}       // 
zaokrouhleni 
      $my_ConstSize = $my_ImageHeight / $my_MaxValue;                                 // 
vypocet konstanty 
    } 
 
    $my_WhileCounter = 0; 
    $my_ImageCounter = 0; 
 
    while(($my_WhileCounter + 1) < $my_NumRows)                                       // 
vykreslovaci cyklus 
    { 
      mysql_data_seek($dotaz, $my_WhileCounter);                                      // 
skocim na aktualni radek 
      $radek = mysql_fetch_array($dotaz);                                             // 
data z aktualniho radku 
      $my_Data0 = $radek["data"] * $my_ConstSize;                                     // 
nactu data a vynasobim konstantou 
      mysql_data_seek($dotaz, $my_WhileCounter + 1);                                  // 
skocim na nasledujici radek 
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      $radek = mysql_fetch_array($dotaz);                                             // 
data z nasledujiciho radku 
      $my_Data1 = $radek["data"] * $my_ConstSize;                                     // 
nactu data a vynasobim konstantou 
      $my_LineColour = imagecolorallocate($im, 0, 0, 255); // modra barva pro kreslenou 
caru 
      imageline($im, $my_ImageCounter, $my_ImageHeight - $my_Data0, $my_ImageCounter + 25, 
$my_ImageHeight - $my_Data1, $my_LineColour); // vykresleni cary 
      $my_ImageCounter = $my_ImageCounter + 25;                                       // 
posun o 25 px 
      $my_WhileCounter++;                                                             // 
inkrementovani... 
    } 
 
    $my_LineColour = imagecolorallocate($im, 200, 200, 200); 
    imageline($im, $my_ImageWidth, 0, $my_ImageWidth, $my_ImageHeight, $my_LineColour); // 
osa Y2 
    imageline($im, 0, 0, $my_ImageWidth + 70, 0, $my_LineColour); // osa 100% 
    imagestring($im, 5, $my_ImageWidth + 5, 5, $my_MaxValue . " V", $my_LineColour); 
    imageline($im, 0, ($my_ImageHeight / 2), $my_ImageWidth + 70, ($my_ImageHeight / 2), 
$my_LineColour); // osa 50% 
    imagestring($im, 5, $my_ImageWidth + 5, ($my_ImageHeight / 2) + 5, ($my_MaxValue / 2) . 
" V", $my_LineColour); 
 
 
    $my_LineColour = imagecolorallocate($im, 0, 0, 0); // modra barva pro kreslenou caru 
    imageline($im, 0, $my_ImageHeight, 0, 0, $my_LineColour); // osa X 
    imageline($im, 0, $my_ImageHeight, $my_ImageWidth, $my_ImageHeight, $my_LineColour); // 
osa Y 
 
    imagepng($im);                                                                      // 
nastaveni typu obrazku 
    imagedestroy($im);                                                                  // 
odeslani obrazku a uvolneni pameti 
  } 
 
  if($_REQUEST["action"] == "add")                                                      // 
pridat data 
  { 
    mysql_query("INSERT INTO data (date, type, data) VALUES(now(), " . $_REQUEST["type"] . 
", " . $_REQUEST["data"] . ");"); // SQL dotaz 
    echo "OK";                                                                          // 
odpoved 
    exit;                                                                               // 
ukonceni skriptu 
  } 
 
  if($_REQUEST["action"] == "reset")                                                    // 
smazat data 
  { 
    mysql_query("TRUNCATE TABLE data;");                                                // 
SQL dotaz 
  } 
 
  $dotaz = mysql_query("SELECT * FROM data ORDER BY id DESC LIMIT 20;");                // 
SQL dotaz 
 
  echo "<html>\n";                                                                      // 
zacatek html 
  echo "  <head>\n";                                                                    // 
zacatek hlavicky 
  echo "    <meta http-equiv=\"Content-Type\" content=\"text/html; charset=UTF-8\">\n"; // 
kodovani UTF-8 
  echo "    <meta http-equiv=\"refresh\" content=\"1\">\n";                             // 
obnoveni kazdych 5 vterin 
  echo "  </head>\n";                                                                   // 
ukonceni hlavicky 
  echo "  <body>\n";                                                                    // 
zacatek tela dokumentu 
  echo "    <table width=\"500\">\n";                                                   // 
zacatek tabulky 
 
  echo "      <tr>\n";                                                                  // 
zacatek radku tabulky 
  echo "        <td>Datum a čas</td><td>Typ čidla</td><td>Hodnota</td>\n";              // 
zahlavi tabulky 
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  echo "      </tr>\n";                                                                 // 
konec radku tabulky 
 
  while($radek = mysql_fetch_array($dotaz))                                             // 
cyklus - dokud jsou data  
  { 
    echo "      <tr>\n";                                                                // 
zacatek radku tabulky 
    echo "        <td><img src=\"img/date.gif\"> " . $radek["date"] . "</td>\n";        // 
bunka tabulky s hodnotou datumu 
    echo "        <td>" . $radek["type"] . " - Čidlo napětí</td>\n"; 
    echo "        <td>" . $radek["data"] . " V</td>\n"; 
    echo "      </tr>\n";                                                               // 
konec radku tabulky 
  }                                                                                     // 
konec cyklu 
 
  echo "    </table>\n";                                                                // 
konec tabulky 
 
  echo "    <form method=\"post\">\n";                                                  // 
formular pro odeslani dat 
  echo "      <input type=\"hidden\" name=\"action\" value=\"reset\">\n";               // 
skryta hodnota action=reset 
  echo "      <input type=\"submit\" value=\"Vymazat data\">\n";                        // 
zobrazeni tlacitka s popiskem "Vymazat data" 
  echo "    </form>\n";                                                                 // 
konec formulare 
 
  echo "    <br><img src=\"http://localhost/?action=image\">\n"; 
 
  echo "  </body>\n";                                                                   // 
konec tela dokumentu 
  echo "</html>\n";                                                                     // 
konec html 
?> 
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Příloha 6: Seznam použitých součástek 
 
označení  typ 
 
Kondenzátory: 
C1, C2   33 pF 
 
Integrované obvody: 
IO1              µP ATmega16-16PU 
IO2              78L05 
 
Krystaly: 
X1     14,7456 MHz 
 
Ostatní: 
XPort     XPort 
Konektory     Lámací lišty SIL, MLW10  
