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Abstrakt 
Tato bakalářská práce se zabývá tvorbou webového portálu pro správu a řízení pozemních robotů  
na Fakultě Informačních technologií v Brně. Hlavním úkolem práce je návrh a implementace 
aplikace, která díky robotické platformě Robot Operating System spravuje a řídí pozemní roboty. 
Mapy jsou uložené ve formátě SVG a zpracovává je knihovna raphael.js. Při práci byl vytvořen uzel 
v jazyce Python na ovládaní robota v Robot Operating System. V závěru práce jsem vyhodnotil 




This work deals with the creation of a web portal for administration and management of ground 
robots at the Faculty of Information Technology in Brno. The main aim of this work is the design 
and implementation of the application, which, thanks to robotic platform Robot Operating System 
administers and manages land robots. Maps are stored in SVG format and spracúváva their library 
Raphael.js. When the work was created node in Python to control the robot in the Robot Operating 
System. In conclusion I graded the test user satisfaction with a graphical user interface and 
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1 Úvod 
Dokument obsahuje technickou zprávu bakalářské práce se zaměřením na „Webový portál pro správu 
pozemních robotů―. Technická zpráva se zabývá základní teorii o použitých technologiích při řešení 
daného problému. Dále konkrétními kroky při návrhu dané aplikace na základě nastudované 
literatury, které jsou shrnuty v kapitole Návrh. 
V kapitole Implementace podrobněji popíši, jak jsem postupoval při tvorbě webového 
portálu, které problémy se při implementaci vyskytly a jak jsem je vyřešil.  
V kapitole simulace a testování popíši, jak jsem webový portál testoval a jak probíhala 
simulace.Dále budu publikovat dosažené výsledky. 
1.1 Cíl práce 
Hlavní myšlenka mé práce je navrhnout webový portál, který bude poskytovat komunikaci 
s pozemním robotem a následně jeho základní správu. Webový portál si představuji jako moderní a 
intuitivní grafické uživatelské rozhraní. Mezi základní funkční vlastnosti webového portálu by měly 
patřit základní správa robotů a jejich přehled, následně výběr robota a bližší interakce s robotem. 
. 
1.2 Přínos a využití 
Výsledný produkt je určen pro lidi, kteří aktuálně dělají s robotem výzkum na Vysokém učení 
technickém v Brně na Fakultě informačních technologií. Používá se ke sledování činnosti robota, jeho 
aktuální lokalizace, řešení možných komplikací při vykonávání úloh robota, jeho navádění a 
spravování plánu úloh pro robota.  Webový portál nabízí jednoduchou kontrolu nad tím, co robot 
dělá, kde se nachází a případně, proč nedělá to, co by měl dělat. 
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2 Teorie 
V této kapitole detailně popíši a vysvětlím všechny pojmy, použité technologie a platformy, které 
jsem musel nastudovat a pochopit k tomu, aby jsem úspěšně vyřešil danou problematiku. Na začátku 
popíši části týkající se tvorby webových služeb, následně popíši tvorbu samotné databáze. Dále se 
budu věnovat síťovým technologiím a principům komunikace a programování síťových aplikacíí. 
V neposlední řade popíši paltformu Robot Operating System a základní principy fungování robotů.   
2.1 Web 
World wide web je distribuovaný, hypertextový, internetový, informační systém, kde se informace 
nacházejí ve formě webových stránek, na jiném místě než jsou zobrazované. 
Webové uživatelské rozhraní 
Je soubor postupů, jak s daným informačním systémem můžeme pracovat. Kvalitní uživatelské 
rozhraní umožňuje uživateli rychle a efektivně pracovat s informačním systémem. Proto je důležité 
věnovat návrhu uživatelského rozhraní dostatek času. Známe několik typů uživatelských rozhraní: 
 Textové uživatelské rozhraní 
 Grafické uživatelské rozhraní (GUI) -  je takové, kde jsou jednotlivé komponenty 
reprezentovány svou grafickou podobou a uživatel s těmito objekty může manipulovat 
pomocí vstupních zařízení (myš, klávesnice, dotyková obrazovka...) 
Grafické uživatelské rozhraní 
Webový klient je interface informačního systému pro klienta, který poskytuje interakci klienta 
s informačním systémem. Jeho neoddělitelnou částí je grafické uživatelské rozhraní, se kterým je 
uživatel reálně v kontaktu a je propojené s funkcionalitou pomocí funkčních grafických elementů. Při 
vytváření grafického uživatelského rozhraní je nutné dodržovat určité zásady a trendy, např. podle 
pana Shneidermana [25] platí několik zásadních pravidel: 
 Konzistence – všechny části GUI by měli mít podobnou grafiku, jednotlivé akce by se měly 
provádět podobně, aby se křivka učení používání GUI stala co nejjednodužší. 
 Určitá skupina uživatelů – v první řadě je podstatné si uvědomit pro jakou skupinu lidí 
navrhujeme UI a podle toho, jednotlivé akce přizpůsobit potřebám dané skupiny. Například 
ve skupině odborných uživatelů je nutné implementovat různé zkratky a urychlení práce. V 
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případě laických uživatelů jsou žádanější zdlouhavější, ale o to jednodušší a přehlednější 
kroky. 
 Zpětná vazba – pokud uživatel provede nějakou akci, je nutné, aby ho systém informoval o 
tom, že tuto akci akceptuje, přijal ji a provedl nebo odmítl. Informovanost o provedených 
změnách v systému je správná reakce UI. Pokud změnu vidí okamžitě, jedná se o slabou 
zpětnou vazbu, pokud je nutné potvrzení změny jedná se o silnou zpětnou vazbu. 
 Navigace a tolerance chyb – uživatel by neměl pochybovat o správnosti jeho následujícího 
kroku. Pokud by si nebyl jist svým krokem, uživatelské rozhraní by mu mělo pomoci 
navigací ke správnému kroku. Pokud by byl uživatelský krok chybný, bylo by nutné tyto 
chybové stavy ošetřit tak, aby uživatel nemohl udělat závažnou chybu. 
 Vrácení zpět – je žádoucí, pokud ujistíme uživatele, že se může kdykoliv v provedené akci 
vrátit zpět k předešlému kroku bez katastrofálních změn v informačním systému. 
 Podpora ega uživatele – přirozená potřeba každého člověka je mít kontrolu nad svým 
životem a nad věcmi, které děláme. Možnost dát uživateli pocit, že systém poslouchá pouze 
jeho a reaguje na jeho akce. Toto je přinejmenším motivující k práci. 
 Nutnost používaní krátkodobé paměti – rozhraní by mělo být implementováno tak, aby 
uživatel musel používat svou krátkodobou paměť co nejméně. Čím více uživatel používá 
svou krátkodobou paměť, tím více je unavený a může dojít k chybám, které vedou k návratu 
zpět a opakovaní daného kroku. To prodlužuje práci a nudí uživatele. Každopádně, pokud by 
uživatel nepoužíval krátkodobou paměť a nepřemýšlel při používaní rozhraní, mohla by se 
stát z práce s rozhraním monotónní činností, která vede právě k opačnému efektu. Tuto mez 
je důležité odhadnout. Každá skupina uživatelů jí má totiž jinou. 
2.2 Robotika 
Je věda, zabývající se problematikou tvorby robotů. Od fyzikálních výpočtů, přes konstrukci a 
programování až po jejich testovaní a nasazení do reálného světa. 
Robot 
Robot je automat nebo počítačem řízený, integrovaný systém, schopný autonomní, cílově orientované 
interakce s přirozeným prostředím, podle instrukcí člověka. Interakce spočívá ve vnímání prostředí, 
jeho rozpoznávaní, v manipulaci s předměty nebo pohybu v prostředí. 
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Tato interakce s okolním prostředím je možná především díky senzorům. V dnešní době senzory 
robotů dokáží emulovat všechny smysly člověka a dokonce některé navíc. 
 Interní senzory 
 Kognitivní senzory 
Zpracovávání dat ze senzorů a rozhodovaní o chování robota má na starosti řídící a rozhodovací 
subsystém, který je prakticky počítačem (PLC, SLC), na kterém běží vhodný software. 
 
 
Obrázek 1: Robot typu piooner 
ROS 
ROS – Robot Operating System je open source projekt, pod BSD licencí, který poskytuje velké 
množství knihoven a nástrojů, ty pomáhají vývojářům při programování robotických aplikací. Tento 
systém poskytuje určitou hardwarovou abstrakci, vizualizéry, knihovny, balíčky, ovládače a další. 
Uzel (Node) je spustitelný soubor, který používá ROS k interakci s ostatními uzly. Používá na to 
některé knihovny ROS. Uzly mohou také poskytovat nebo využívat službu (Services). Topicky jsou 
pojmenované toky, přes které si uzly mohou vyměňovat zprávy. Topickz jsou anonymní 
poskytovatelé/příjemci sémantiky zprávy, kteří oddělují zdroj informací od příjemce informací. Uzly, 
které generují data, publikují dané informace do topicku a ostatní uzly se mohou přihlásit na odběr 
těchto dat v daném topicu. Topicky poskytují anonymitu a oddělení informací od implementace. 
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Topicky jsou určené pro jednosměrný tok dat, při obousměrném přenose dat je vhodné použít tzv. 
služby (services).  Na komunikaci mezi topickom a uzlem se používají zprávy (messages).  
 
 
Obrázek 2: ROS Topic 
 
Obrázek 3: ROS Servis 
 
2.3 Komunikace 
Klient – server 
Komunikace tipu klient-server slouží na komunikaci mezi dvěma procesy, kde jeden proces je klient a 
druhý server. Tyto dva procesy, mohou běžet na stejném počítači nebo na fyzicky oddělených 
počítačích a komunikují navzájem pomocí určitého protokolu. Oba procesy, klient i server, jsou 
procesy běžící na aplikační vrstvě a komunikující přes síťové rozhraní. Klient, je proces, který v první 
řadě žádá server o poskytnutí informací nebo síťových služeb. Server, je naopak proces, který tyto 
žádosti vyřizuje a poskytuje klientovi adekvátní odpověď.  
BSD sockety 
Je knihovna funkcí a aplikační programové rozhraní, to obsahuje funkce na vytvoření spojení na 
transportní vrstvě mezi dvěma procesy, adresování vzdáleného počítače, nastavení parametrů, spojení 
a samotný přenos dat. Základ, pro vytváření aplikací komunikujících po síti jsou schránky, které tvoří 
API pro komunikující procesy. Schránky jsou abstraktní datovou strukturu, obsahující údaje nezbytné 
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pro komunikaci a jednoznačnou identifikaci v dané síti: IP adresa, zařízení a PORT pro určení 
procesu běžícího na daném počítači. 
 
 
Obrázek 4: Pakety 
 
ROS-bridge 
Rosbridge se využíva ke komunikaci ROS aplikací s aplikacemi nepřímo spojenými s ROS, například 
webový klient. Je to specifikace protokolu aplikační síťové vrstvy pro robotiku s důrazem na 
klient/server model. Umožňuje klientům publikovat/odebírat data s topickov pomocí zpráv a vyvolat 
služby v runtime prostředí serveru. Rosbridge používá ke komunikaci TCP protokol a websockety. 
Formátování komunikujících dat je ve formátě JSON – JavaScript Object Notation, který má úzkou 
souvislost s JavaScript knihovnami. Aktuální verze rosbridge je 2.0. Skládá se z klientské části, 
konkrétně JavaScript knihovny, a ze serverové části rosbridge server. 
Mjpeg server 
Jednou ze základních interakcí s robotem je prostřednictvím videa. MJPGs je formát souboru, ve 
kterém každý snímek video streamu je samostatně komprimován jako JPEG obraz. Mjpeg server je 
streamovací server, který se může přihlásit k odběru na spuštěné téma v ROSe a takové téma, 
publikuje online jako proud komprimovaných obrázků MJPEG. Přístup k tomuto proudu MJPEG 
obrázků je možný přes HTTP protokol.  
Kinect 
Kinect je zařízení, které obsahuje řadu pohybových senzorů a kamery. Vyvíjí ho společnost Microsoft 
pro svou konzoli Xbox 360. Nicméně se dnes pro svou popularitu a možnosti využívá i v robotice na 
různé úlohy týkající se zpracování videa.  [33] 
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2.4 Požité technologie a platformy 
 Ubuntu – je jedna z mnohých distribucí operačního systému Linux. Zaměřuje se především 
na použitelnost a mezinárodní přístupnost. Všechny verze Ubuntu jsou poskytnuté ke stažení 
zdarma. Zdůrazňuje používání svobodného softwaru. 
 PHP - hypertext preprocesor patří mezi nejpopulárnější open source skriptovací jazyky, které 
se používají k programování klient-server aplikací. Samotný PHP skript se provádí na 
serveru, potom server sestaví pomocí výsledku skriptu HTML webovou stránku a odešle 
klientovi. Hlavní výhodou PHP je obrovská dostupnost různých knihoven a frameworkov, 
porovnatelně vyšší bezpečnost oproti JavaScriptu a možnost procedurálního nebo objektově 
orientovaného přístupu k návrhu. Používá se především k programování dynamických a 
interaktivních HTML stránek a komunikaci s SQL databázemi. 
 MySQL - je otevřený multivláknový relační databázový server, který slouží ke správě a 
řízení databáze. Díky své rychlosti, jednoduchosti a malým hardwerovým nárokům patří mezi 
nejoblíbenější databázové systémy. 
 HTML5 – je nová verze specifikace programovacího jazyku HTML, která představuje 
zásadní změnu ve vývoji webových stránek. Podle aktuálního plánu by měla být konečná 
specifikace HTML 5.0 schválená koncem roku 2014. 
 JavaScript & jQuery - JavaScript patří do skupiny skriptovacích programovacích jazyků, 
používaný především při tvorbě webových stránek. Ze serveru se klientovi zašle HTML kód 
spolu se skriptem, který je následně u klienta vykonán. V dnešní době je hojně rozšířený v 
podobě mnoha frameworkoch např. jQuery.  
 jQuery  - je jeden z nejčastěji používaných frameworků  JavaScriptu, jehož hlavní úlohou je 
zjednodušit a vylepšit interakci mezi JavaScriptom a HTML stránkou, oproti klasickému 
JavaScriptu. 
 Ajax – asynchronus JavaScript and XML je v technologie k vytváření dynamických 
webových aplikací, které mění obsah svých stránek bez nutnosti jejího kompletního 
znovunačtení. 
 Python – je interpretovaný programovací jazyk, který podporuje objektově orientované, 
strukturované a funkční programovaní. Je schopný funkce na různých platformách a má 
široké pole působnosti. Dá se jednoduše rozšiřovat a je vyvíjen jako open source projekt. 
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 Konkurenční TCP server – dokáže obsloužit více klientů zároveň bez blokování přístupu 
k serveru. Pro každého nového klienta se vytvoří samostatný proces a přidělí se mu 
identifikační číslo v podobě čísla portu.  
 Virtuální server – je virtuální stroj, fungující na dedikovaném serveru, u kterého je hardware 
virtuálního stroje softwarově omezen. Provozuje vlastní kopii operačního systému, který 
může uživatel používat jako běžný server.  
 Ros hydro – je  sedmá distribuce ROS a byla publikována 4. prosince 2013.  
 Robot pioneer – je univerzální robot s pohonem všech čtyr kol robotické platformy. 
Jeho flexibilita a spolehlivost mu zajistila popularitu v kruzích robotiky. Na Fakultě 
Informačních technologií robot obsahuje ve výbavě kinect, velodyne[35] a gps 
modul.  
 Bash – unixový příkazový shell interpret [24] 
 Xterm – je standardizovaný terminální emulátor [23] 
 SVG - scalable Vector Graphix je modulární jazyk pro popis dvourozměrné a smíšené 
vektorové grafiky pomocí XML standardu. Popisuje objekty na základě vektorů. 
 Json - javascript object notation je odlehčený datový formát, který je založen na podmnožině 
JavaScript programovacích jazyků. Je multiplatformní, lehce čitelný a používá konvence, 
které jsou známé programátorům C, C++, Java, JavaScript atd. Patří mezi nejpoužívanější 
značkovací jazyky. 
 Rosbag - je sada nástrojů pro nahrávaní témat a dat v nich pro Robot Operating System. 
Pomocí nástroje rosbag, je možné tyto topicky a data znovu publikovat. Nejčastěji se používá 
k testování a simulaci dat. 
 Turtlesim - je nástroj, vytvořený pro výuku Robot Operating System, ale také se dá použít na 
testování a simulaci základních úkonů robota, jakým je například pohyb robota. 
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2.5 Existující řešení 
ROS/Web Based Graphical User Interface for the sFly Project 
[15] 
Je projekt, který se zabývá návrhem uživatelského rozhraní pro quadrokoptéru. Cílem práce bylo 
vytvořit grafické uživatelské rozhraní, které bude komunikovat s quadrokoptérou a zobrazovat 
podrobné informace o helikoptéře.  
+ Grafické zpracování 
+ Funkčnost 
+ Podrobně a přehledně vysvětlená teorie a postup realizace 
- Nepřehledné grafické uživatelské rozhraní 
- Uživatelské rozhraní přímo neovládá helikoptéru 
- Slabá dostupnost zdrojových kódů 
Tento projekt mě inspiroval hlavně ve sféře návrhu, kde jsem si ujasnil myšlenky, které údaje o 
robotovi je dobré zobrazovat, čemu se vyvarovat v oblasti grafického uživatelského rozhraní a 
pomohl mi také pochopit základy ROSu. 
 
WebMap - A ROS web interface [14] 
Hlavním cílem projektu bylo vytvořit grafické uživatelské rozhraní pro bezpečnou teleoperaci robota.  
+ SVG formát 2D map 
+ Zpracování z obrazu z velodyne  
+ Dostupnost zdrojových kódů 
- Málo obsáhlé grafické uživatelské rozhraní 
- Slabé spektrum uživatelských akcí 
Projekt mě inspiroval především v oblasti tvorby map, definitivně mě přesvědčil uchovávat mapy ve 
formátě SVG. Zpracování map a zobrazení obrazu z velodynu hodnotím jako velmi užitečnou věc, 




3 Návrh řešení 
V této kapitole je podrobněji rozebrán cíl práce, konkrétně návrh jeho řešení bez závislosti na 
platformě a dekompozice problému na podproblémy.  
 V první části podrobně specifikuji zadání a jeho cíle, definuji problémy a otázky, které je 
třeba vyřešit. V druhé části představím konkrétní řešení jednotlivých podproblémů a otázek na 
základě konceptuálních modelů a popisů řešení problematiky. Definuji také hranici, co má aplikace 
dělat a co už dělat nemá.  
3.1 Specifikace zadání 
Cílem práce je vytvořit webovou aplikaci, která zaštítí správu pozemních robotů na fakultě 
informačních technologií. Mezi funkcionalitu aplikace patří veškerá virtuální správa robota, interakce 
s uživatelem, interakce s robotem, jádro informačního systému a komunikace mezi jednotlivými 
prvky. Mimo funkcionalitu aplikace je řešení autonomie robota a složitější robotické aplikace.  
 Na základě cíle a definovaných hranic aplikace, můžeme rozdělit daný problém na jednotlivé 
podproblémy. 
1. Grafické uživatelské rozhraní 
 Jak vytvořit přehledné a přívětivé uživatelské rozhraní? 
 Jakou funkcionalitu budu uživateli poskytovat? 
 Které důležité informace budu uživateli poskytovat? 
2. Server poskytující a řídící správu robota 
 Kdo bude spravovat a řídit informace od uživatele a robota? 
 Jak paměťově a výkonně bude aplikace náročná? 
3. Komunikace 
 Jak bude komunikovat klient s robotem? 
 Jak náročná bude jednotlivá komunikace? 
4. Uložení dat 
 Kde budou uložené perzistentní data o uživatelích? 
 Kde a jak budou uložené informace o robotech? 
 Které informace z komunikace mezi robotem a klientem se budou ukládat? 
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3.2 Seznam a popis uživatelských akcí 
 
 
Obrázek 5: Use case diagram 
 
 Přihlásit se – je klasická funkce snad v každém informačním systému, úlohou této akce je 
autentifikovat uživatele a přidělit mu patřičná práva na vykonávání ostatních akcí 
 Odhlásit se – rozšiřuje funkci přihlásit se a umožňuje uživateli ukončit práci s informačním 
systémem 
 Registrovat – umožňuje přidat uživatele do množiny autentifikovaných uživatelů a tak 
využívat funkce informačního systému 
 Zobrazit seznam robotů – tato uživatelská akce, představuje základ grafického 
uživatelského rozhraní a jeho funkčnosti. Většina dalších uživatelských akcí se odvíjí od této 
základní akce, která zobrazuje seznam robotů a základní informace o robotech, jako je 
například jeho stav, činnost, název, stav baterky atd. 
 Zobrazit informace o robotovi – pokud chci zobrazit podrobné informace o robotovi, mohu 
ho vybrat ze seznamu robotů. Poskytované informace by měly být detailnější například ip 
adresa robota, port, vlastník, popis robota, použité ovladače, verze ROSu atd. 
 Navázat spojení s robotem -  uživatelská akce zajistí výhradní právo na komunikaci 
s daným robotem a poskytne další uživatelské akce  
 Ukončit spojení s robotem – rozšiřuje uživatelskou akci spojení s robotem, dále umožňuje 
robota uvolnit a poskytnout jeho služby ostatním uživatelům, přičemž se aktuální spojení 
uzavře. 
 Zadat úlohu robotovi – je možné až po tom, co navážeme spojení s daným robotem. 
Pomocí této akce je možné zadávat robotui různé druhy rozmanitých akcí, které jsou 
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kombinací kompetencí informačního systému a autonomie robota, proto je jejich výběr 
značně omezen. 
 Zrušit probíhající úlohu – je akce, která zruší aktuálně probíhající úlohu a vrátí robota do 
počátečního stavu před událostí 
 
3.3 Jádro informačního systému 
 
Obrázek 6: Schéma informačního systému 
 
V následujících kapitolách popíši můj návrh webového portálu. Podrobně rozeberu úlohy a 
zodpovědnost jednotlivých komponent v informačním systému. Rozeberu jaká data by si měly 
komponenty posílat, jejich strukturu a uložení v databázi.  
 Web klient / GUI – představuje grafické uživatelské rozhraní a všechna spripta prováděná u 
klienta v podobě javascriptu. Klient se dotazuje na Web server pomocí požadavku a server 
mu vrátí příslušná data. Při implementaci by měl být důraz na estetiku grafického 
uživatelského rozhraní. Komunikace s robotem probíhá přímo, nikoliv přes web server.  
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 Robot klient – tato komponenta představuje robotickou platformu. Robot shromažďuje 
metadata o sobě a tyto data posílá Robot serveru na zpracování a uložení do databáze. Řízení 
a komunikace s robotem ze strany klienta probíhá přímo mezi klientem a robotem. 
 Robot server – úkolem této komponenty je přijmout metadata od robota a uložit jeh do 
databáze. Druhá hlavní úloha Robot serveru je detekovat odpojení robota a odhlásit robota 
z databáze. 
 Web server – komponenta slouží hlavně na uložení webového portálu, provádění php skript 
nad databází, zpracovávaní ajax požadavků.  
 Databáze – tato komponenta představuje datový model všech perzistentních dat 
v informačním systému. Měly by zde byt uloženy veškeré informace o prováděných úlohách, 
robotech a uživatelích informačního systému, které jsou potřebné ukládat. 
Grafické uživatelské rozhraní 
 





Grafické uživatelské rozhraní jsem navrhl a rozdělil do pěti základných částí.  
1. MAPA – Tato část grafického uživatelského rozhraní představuje mapu, na které se zobrazuje 
robot podle jeho aktuální polohy. Mapa by mala byt přehledná a s možností kliknutí na 
jednotlivé místnosti, přičemž se zobrazí podrobné informace.  Například 3D zobrazení 
místnosti ze skeneru místnosti robotem pomocí velodynu [35]. Tato část by také měla 
obsahovat základní menu, kde si uživatel bude moci vybrat uložené mapy, případně patro 
budovy. Roboti by měli být snadno přenosní na mapě, přičemž by se měla aktualizovat jejich 
poloha v informačním systému.  
2. SEZNAM – V této části grafického uživatelského rozhraní se při načtení stránky zobrazí 
všichni aktivní roboti, s kterými může uživatel pracovat. Pro zobrazování postačí jejich 
osobní název. Při přejetí myší nad element robota, by se měl robot v mapě zvýraznit, pro 
snadnou identifikaci robota na mapě. Selekce robota se provede dvojklikem na element 
robota a tím se zobrazí bližší informace v časti INFO [3]. 
3. INFO – Tato část grafického uživatelského rozhraní slouži na výpis podrobných informací o 
robotovi, mezi které patří port rosbridge serveru [ROS-bridge], port mjpeg serveru [Mjpeg 
server], lokální IPv4 adresa robota, aktuální pozice, verze robotické platformy nainstalované 
na robotovi, stav baterie a případně jeho stav. V této části by mělo byt umístěné tlačítko na 
připojení k robotovi a tlačítka na ovládaní robota. 
4. VIDEO – V této části grafického uživatelského rozhraní se bude zobrazovat video ze zařízení 
Kinect [Kinect]. Zde bude rovněž uložené tlačítka na spuštění a zastavení videa.  
5. KONZOLA – V této části grafického uživatelského rozhraní se budou zobrazovat všechny 
důležité události které se aktuálně provádí, všechny chyby které se vyskytnou při provozu, 
informace o úspěšnosti nebo nezdaru požadovaného příkazu, případně informace jak chybu 
opravit. Alternativou k ovládání robota tlačítky nebo šípkami je možnost zadat textový příkaz 
do konzoly. 
Webserver 
Základní úlohou webového serveru je poskytování služeb webovému klientovi a práce s databází. U 
tohoto serveru se nepočítá s velkou hardwarovou zátěží, a proto k vytvoření postačí klasický 
webhosting s podporou vhodně zvolených implementačních jazyků. Webový server by měl 
obsluhovat všechny základní uživatelské funkce. 
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Robotserver 
Úlohou tohoto serveru je řídit interakci s robotem a databázi. Server je zodpovědný za sběr 
informačních dat ze strany robota, kontrola dostupnosti robota a registrace robota. Je nutné, aby daný 
server byl konkrétní.To znamená aby pro obsluhu každého nového robota vytvořil nový proces.  U 
tohoto serveru se počítá s vyšší hardwarovou náročností, proto se při implementaci doporučuje 
serverový program umístit na výkonnější stroj, než poskytuje klasický webhousting. 
Datový model 
Slouží k uložení potřebných perzistentních dat o uživatelích, robotech a případné komunikaci mezi 
nimi. Pro návrh datového modelu jsem použil ER diagram. V datovém modelu je potřebné uchovávat 
informace o registrovaných uživatelích, pro jejich přihlášení a interakci s informačním systémem. 
Minimálně je potřebné přihlašovací jméno a heslo. Dále je nutné uchovávat informace o dostupných 
robotech a základní informace o jejich konektivitě (ip, port). 
Při vytváření a spravovaní úlohy je nutné tyto úlohy ukládat, tak aby byla možnost úlohu 









Tato tabulka uchovává základní informace o uživatelích informačního systému. Primární klíč je pole 
ID, které je jednoznačný identifikátor uživatele v databázi. Při autentizaci uživatele se kontroluje jeho 
PRIHLASOVACI_JMENO a HESLO. Pole HESLO je šifrováno. Dále obsahuje tabulka JMENO, 
PRIJMENI a kontaktní EMAIL uživatele. 
Robot 
V tabulce jsou uloženy základní informace o robotech JMENO robota, VERZE_ROS což je verze 
použité ROS platformy. SPRAVCE určuje, kdo se o robota fyzicky stará, STAV může nabývat různé 
hodnoty a definuje technický stav robota. STAV_BATERIE je odhadovaná. Hodnota baterie a 
DOSTUPNOST určuje, jestli je robot aktuálně dostupný k práci. Identifikace robota je na základě 
pole ID.  
Spojení 
Tabulka, v které jsou uložené dynamické informace konektivity pro daného uživatele a robota. Při 
vytvoření spojení mezi uživatelem a robotem, vznikne nový řádek a při ukončení spojení se řádek 
vymaže. Identifikace spojení je na základě ID_UZIVATEL + ID_ROBOT. Tabulka obsahuje dva cizí 
klíče, FK_ID_UZIVATEL, ten odkazuje do tabulky Uživatel a FK_ID_ROBOT, který odkazuje do 
tabulky robot. Dále jsou zde uložené informace o samotném spojení, jako je PORT_UZIVATEL , 
IP_UZIVATEL, což jsou informace potřebné k adresaci klientského programu, PORT_ROBOT, 
IP_TOBOT, což jsou informace potřebné k adresaci serverovského programu. TIME je čas začátku 
komunikace. 
Úloha 
Je entita složená ze třech tabulek na základě stavu dané úlohy. Úlohy dělíme podle toho, jestli jsou v 
plánu, aktuálně probíhají, a nebo jsou již ukončené. U každé úlohy ukládám její ID. Ta slouží k její 
identifikaci. POPIS podrobně zaznamenává, co se v dané úloze dělo/dělá/bude dělat. STAV určuje, 
v jakém bodě se nachází daná úloha. TIME, vyznačí čas začátku provedení úlohy. Dále zde ukládám 
dva cizí klíče, FK_ID_ROBOT, které odkazuji do tabulky Robot a FK_ID_UZIVATEL, které 




3.4 Popis komunikace a dát 
V této kapitole popisuji komunikaci mezi jednotlivými komponenty a strukturu dat. Popis 
komunikace a dat bude vycházet z obrázku [Obrázek 6: Schéma informačního systému]. 
 Klient – Robot – Komunikace mezi klientem a robotem probíhá pomocí knihovny 
rosbridge[ROS-bridge] a aplikace mjpeg server[Mjpeg server]. Přenos videa je na 
základě raw schránek, v kterých je uložený obrázek typu mjpg. Ovládaní robota je 
řízené na základě zpráv a Web socketov, které obsahují rychlost v [m/s] a uhel 
otáčení v [rad/s]. 
 Robot – Robot server – Robot shromáždí základní informace o sobě a spuštěných 
programech a tato metadata na základě protokolu odešle serveru na uložení do 
databáze. Metadata tvoří IPv4, jméno, verze operační platformy, port na kterém je 
spuštěný rosbridge, port na kterém je spuštěný mjpeg server a startovací pozice 
[X,Y]. 
 Robot server – databáze – Komunikace probíhá na základě python knihovny 
MySQLdb, která řídí přístup do databáze. Metadata se rozloží a poté se vloží do 
tabulky robot.  
 Klient – webový server – Komunikace probíhá na základě protokolu http, kde 
webový server odesílá klientovi html kód spolu s javascript kódy. Klient pro přístup 
do databáze využívá php skripta uložené na serveru, které může spouštět přes 
technologii ajax.  
 Web server – databáze – Komunikace je založená na php skriptech, které 




V následující kapitole je podrobně popsán postup při realizaci a implementaci navrženého webového 
portálu. Architektúru realizace jsem znázornil na obrázku [F]. 
4.1 Robot 
Hlavní úloha komponentů robota je zajistit komunikaci mezi robotem a serverem, shromaždovat 
potřebné informace o robotovi, zpracovávat senzorická data z robota a jejich publikace a spouštět 
potřebné komponenty na operačním systému. Pro tyto účely jsem rozdělil komponenty robota na tři 
části: 
Klient 
Komponenta klient má za účel shromaždovat a odesílat metadata o robotovi serveru: 
 Lokální IPv4 adresa 
 Port rosbridge serveru 
 Port mjpeg_serveru 
 Startovací pozice robota 
Navržené komponenty klient byly implementovány v jazyce Python, konkrétně ve verzi 2.7. Pro 
přístup k databázi byla použitá knihovna MySQLdb pro přenos dat byl použit TCP/IP a na tvorbu 
protokolu byla použitá knihovna xml ve standardu XML. Implementace komponent se nachází 
v skriptech client.py, ve složce Python. 
 Skript client.py se spouští s několika parametry: 
 NAME – představuje název robota 
 ROS_V – představuje verzi ROS platformy na robotovi 
 ROSBRIDGE_PORT – číslo portu na kterém naslouchá komponenta rosbridge 
 MJPEG_SERVER_PORT – číslo portu na kterém naslouchá komponenta 
mjpeg_server 
Tyto parametry nastavuje a shromažduje komponenta run.[Run] 
Při spuštění skript client.py se jako první zavolá funkce connection(), která má za úlohu navázat 
spojení se serverem, zpracovat vstupné argumenty a sestavit zprávu podle protokolu pro server. 






Hlavní úlohou komponenty uinode je zpracování senzorických dat robota a jejich publikování. 
Komponenta je implementována v jazyce Python 2.7 a nejčastěji pracuje s knihovnou rospy.py. 
Knihovna rospy zajišťuje kompatibilitu mezi vývojovým prostředím Python a platformou ROS. Pro 
tyto účely jsme vytvořili balík uinode_pkg. Hlavní implementace této komponenty se nachází 
ve skriptě uinode_server.py. 
Při vytváření uzlu uinode_pkg, jsem spolupracoval s kolegou Petrem Pavlenkou. Spolupráce 
byla přínosem zejména protože, některé části našich zadaní jsou si  velmi podobné. Tato spolupráce 
vedla ke kvalitnějším a propracovanějším zdrojovým kódům. [36] 
Při spuštění skripta uinode_server.py se spustí funkce init(), která inicializuje základní uzel 
uinode a vytvoří další potřebné komponenty jako například: 
 /uinode/cmd-vel  
o  je tzv. naslouchač, který přijímá pokyny k pohybu robota. Při přijetí žádosti o 
pohyb robota je vyvolaná funkce callback_cmdvel(), která zpracuje požadavek 
a vytvoří nové vlákno které ve frekvenci 100Hz publikuje zprávu typu Twist 
do tématu /[robot]/cmd_vel který řídí pohyb robota.  
o  Z hlediska bezpečnosti bylo nutné implementovat vlákno stop, kde se při jeho 
vyvolání zruší jakékoli požadavky na pohyb robota. 
 /UInodeBattery 
o Je tzv. servis, který můžeme přirovnat k ekvivalenci funkcí ve funkčním 
programování. Jako parametr přijímá typ baterie, který se může v robotovi 
lišit. Servis podle typu baterie, zjistí její aktuální hodnotu a vrátí její 
percentuální stav nabití. Maximální a minimální hodnotu napětí baterie a 
průběh vybíjení jsem odhadl z vybíjející charakteristiky dané baterie. Zatím je 
podporována baterie PANASONIC LC-R127R2PG1. Tento servis nepoužívá 
standardní zprávy, a proto je nutné definovat nový servis a vytvořit novou 
zprávu.  
 /UinodeLocation 
o Je tzv. servis, který ošetřuje žádosti o aktuální souřadnice GPS. Při žádosti o 
souřadnice, se vyvolá funkce getPos(), která přečte souřadnice z GPS modulu, 
vrátí aktuální latitudu a longitudu.  
 /UinodeTrace 
o Je servis, který přijímá jako parametr GPS souřadnice místa, kam se má dostat. 
Plánování trasy je samo o sobě náročný proces, proto jsme k plánovaní trasy ve 
venkovním prostředí použili už existující servis a je tu potenciál vytvořit servis 
který bude plánovat trasy ve vnitřním prostředí. 
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Run 
Jelikož bylo nutno na robotovi pouštět relativně velké množství programů, implementoval jsem 
komponentu run, která spustí všechny potřebné komponenty na straně robota a zaregistruje robota do 
databáze. Komponenta je implementována v bash interprete a nachází se v skripte run.sh. 
 Skript se spustí s třemi parametry: 
 NAME – jméno robota pod kterým ho chci registrovat 
 DEF_POS – startovací pozice robota  
Skript byl vyvíjen na platforme Ubuntu 12.10. Pro spuštění skriptu je nutné mít nainstalované 
všechny potřebné komponenty. 
Po spuštění skriptu nejprve pustím program roscore, který můžeme chápat jako základ 
platformy ROS. Následuje program rosbridge_server, který zajišťuje komunikaci našeho uzlu 
[reference] a webového rozhraní. Jestli se doposud všechny komponenty pustili správně v nové 
konzole a jako nové procesy, pustím program mjpeg_server, který zajišťuje přenos videa mezi 
robotem a webovým rozhraním. Následně skript zjistí verzi platformy ROS a pustí výše popsaný 
skript client.py s potřebnými parametry. Tímto je robot zaregistrovaný v databázi s potřebnými 
metadaty k práci s robotem. Následuje spuštění námi vytvořeného uzlu uinode.py. Nyní je robot 
připraven k interakci s webovým rozhraním.  
4.2 Robotserver 
Hlavní úloha komponenty robot server, je zpracovat přijatá data od klienta a uložit je do databáze. 
V rámci bakalářské práce a testovacího módu kde se nepředpokládá velké množství uživatelů, není 
nutné implementovat konkrétní server, ale jelikož bych chtěl v práci pokračovat i nadále, 
implementoval jsem konkrétní server, který dokáže jednoduše obsloužit větší množství klientů bez 
toho, aby čekali ve vstupní frontě. Server jsem implementoval v programovacím jazyku Python 2.7, 
tak aby měl jednoduchou funkční rozšiřitelnost a abych se mohl v mé další práci na něj jednoduše 
navázat. Implementace serveru se nachází ve skriptu server.py, který by mě být spuštěn na stroji s 
veřejnou IP adresou. Pro tyto účely jsem založil virtuálný server, s veřejnou IPv4 adresou. 
Při spuštění skriptu se inicializuje server a vytvoří rozhraní, na kterém se registrují klienti. Při 
prvním požadavku klienta se klient připojí na základní rozhraní serveru. Ten vytvoří nový proces a 
nastaví pro klienta jedineční port, který mu odešle. Veškerá komunikace mezi klientem a servrem už 
probíhá unikátním procesem na portě. Pak následuje zpráva od klienta podle daného protokolu, která 
obsahuje metadata o robotovi. Server tyto metadata zpracuje a vloží do tabulky robot v databázi.  
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4.3 Databáze 
Hlavní úloha komponenty databáze je uchovávat perzistentní data a metadata o uživatelích, robotech 
a úlohách. Databázi jsem implementoval v programovacím jazyku MySQL. Aktuálně je dostupná na 
mém virtuálním serveru. Implementace se nachází ve skriptě db.sql a realizoval jsem ji podle výše 
definovaného ER diagramu. [Obrázek 8: ER diagram databáze] 
4.4 Webserver 
Je komponenta, jejíž hlavní úlohou je umožnit klientům přístup k datům v databázi, zajišťuje veškeré 
funkce spojené s databází na straně webového rozhraní. Jako implementační jazyk jsem použil PHP.  
Json.php 
Hlavním úkolem tohoto skriptu je provést přístup do databáze na základě zadaného MySQL dotazu. 
Získané data skript přeformátuje do json notace a odešle klientovi.  
4.5 Webové rozhraní 
Webové rozhraní je komponenta, kterou si uživatel může zobrazit na webovém prohlížeči. Přes 
webové rozhraní může uživatel komunikovat a ovládat informační systém. 
Webové rozhraní jsem rozdělil na dvě základní, logické celky. Funkcionální část, ve které 
jsou implementovány všechny funkční části na komunikaci s robotem a ovládaní pozadí aplikace. A 
část, která implementuje grafické uživatelské rozhraní a efekty jednotlivých prvků na webovém 
rozhraní. 
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Grafické uživatelské rozhraní 
 
Obrázek 9: Implementace GUI 
 
Grafické uživatelské rozhraní jsem implementoval podle navrhnutého vzoru [Obrázek 7: Návrh 
GUI ].  
1. Mapy 
a. Patro – tuto komponentu jsem implementoval pomocí knihovny jQuery UI [6] 
jako komponentu Radios. Její účel je přepínání map jednotlivých pater fakulty 
informačních technologií. Konkrétní implementace se nachází ve skriptu 
efects.js.  
b. Mapa – tato komponenta tvoří významnou část mojí aplikace a po dlouhém 
zvážení jsem se rozhodl mapy uchovávat ve formáte SVG. Data pro moje 
mapy jsem čerpal z informačního systému fakulty informačních technologií 
[32]. Podrobnosti o implementaci a tvorbě map jsem popsal v kapitole [Tvorba 
máp]. 
2. Seznam robotů – komponenta seznam robotů má na starosti zobrazovat aktuální 
dostupné roboty. Komponentu jsem implementoval pomocí knihovny jQuery UI [6] 
jako sortable display as grid. Robota je možné vybrat dvojklikem. Po této akci se 
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podrobnosti o vybraném robotovi zobrazí v komponentě [24]. Podrobnosti o 
implementaci načítání seznamu jsem sepsal v kapitole [23]. 
3. Informace a pohyb 
a. Info – komponenta info zobrazí podrobné informace o robotovi. Na 
implementaci jsem použil tag <table> se základu html. Mezi zobrazované 
informace patří IPv4, port na kterém je spuštěný rosbridge, port na kterém je 
spuštěný mjpeg server, aktuální pozice, ID robota, název, verze operace 
platformy a pokud je klient připojený k robotovi zobrazuje se stav baterie. 
b. Start – Komponenta start představuje tlačítko, které můžete vidět na fotce 
reálného uživatelského rozhraní [D]. O implementaci tlačítek jsem se rozepsal 
v kapitole [24]. Podrobnosti od klienta k robotovi jsem rozepsal v kapitole 
[18]. 
c. Ovládaní robota – Na ovládání robota jsem zvolil čtyři tlačítka tvaru šípek a 
jedno tlačítko představující akci stop. [24] Robota je možné také ovládat 
pomocí šípek.  Základní ovládání jsem rozšířil o nastavení rychlosti pohybu a 
otáčení robota. Tuto komponentu jsem implementoval pomocí knihovny 
jQuery UI[6] jako slider. 
4. Video – Komponenta video je implementována jako html tag <img>. Při stlačení 
tlačítka play, se začne číst téma na robotovi představující obrázky z Kinectu [33].  
5. Konzole – Tato komponenta má za úkol informovat klienta o aktuálních probíhajících 
úkonech a jejich statusech. Mám implementované čtyři typy zpráv.  
 Event – představuje aktuální probíhající úlohu 
 Warning – představuje doporučení, co bychom měli udělat, nebo co bychom 
při manipulaci s robotem měli dodržet 
 Error – představuje chybné ukončení probíhajícího úkolu 
 OK – představuje úspěšné ukončení probíhajícího úkolu 
Funkcionální část 
Základ funkcionální části tvoří komunikace s robotem a databází.  
 ros.js – Pro potřeby komunikace s robotem jsem vytvořil skripta ROS.js, které 
využívají knihovnu ROSLIB.js. Komunikace je založená na produktu rosbridge 2.0, 
který jsem popisoval v této sekci. V ROS platformě se komunikuje na základě zpráv 
a základem pro odesílání a přijímání zpráv je tzv. naslouchač, publikovač a servis.  
Základem skripta ROS.js je funkce connectRobot(), která přijímá dva 
parametry, ty představují IPv4 adresu a port počítače obsluhujícího robota. Při 
spuštění funkce connecRobot se uživatel připojí k robotovi, zahájí komunikaci přes 
 25 
rosbridge a inicializuje potřebné témata na odposlouchávání a publikování zpráv pro 
robota.  
Pro řízeni pohybu robota definuji v komponentě ROS.js funkci handleKey(), 
která přijímá dva parametry. CODE a DOWN. Parametr code představuje 
identifikaci směru, kterým se má robot pohnout. Parametr DOWN, představuje 
hodnotu jakou rychlostí se má robot pohnout nebo otočit.  
Pro zjištění stavu baterie jsem si vytvořil servis Battery, který obsahuje 
funkci callService. Jako parametr se předá funkci typ baterie, kterou používá robot. 
Servis odešle požadavek nám vytvořenému uzlu na robotovi a ten odpoví aktuálním 
stavem baterie v procentech.  
 Přenos videa není pod záštitou rosbridge, ale byl jsem nucen použít jinou 
komponentu mjpeg_server. Mjpeg_server je komponenta, která dokáže publikovat 
data v rámci internetu s vámi vybraného publikovače na platformě ros. Přenos videa 
je v režimu RGB a image_raw, což znamená, že se přenášejí nekomprimované 
barevné bitové obrázky přímo do prohlížeče. Prohlížeče jsou optimalizované na 
přehrávání takového videa. Jediná slabost se týká velkosti přenesených dat, kde při 
kompresi by se ušetřilo řádově desítek procent dat. Podrobný popis a výpočet velkosti 
přenesených dat najdete v kapitole shrnutí a instalace.  
 list. js 
Z architektury aplikace, kterou jsem se zabýval v kapitole [Návrh řešení] vychází 
fakt, že každý robot po spuštění skripta run [Run] shromáždí základní informace o 
sobě a tato metadata vloží do databáze. Skript List.js má na starosti vytvořit z takto 
uložených metadat seznam. V tom si uživatel bude moci vybrat jednoho robota, 
s kterým chce pracovat a o kterém chce zobrazit více základních informací.  
Při načtení stránky se spustí funkce getDataList(), která pomocí technologie 
Ajax spustí skripta uložená na serveru json.php. O skriptech json.php jsem psal 
v kapitole [Json.php]. Skripta vrátí funkcí getDataList() seznam aktivních robotů ve 
formátě  json,  který funkce postupně projde a překonvertuje je do html motace. Po 
vytvoření kompletní html notace se seznam zapíše to sekce s id #list. 
Pokud si uživatel vybere robota, s kterým chce blíže komunikovat a 
zobrazovat jeho základní informace, může dvojklikem na položku v seznamu robotů. 
Ten zprostředkuje funkci selectRobot(), která funguje obdobným způsobem jako 
funkce getDataList(), jen vypisuje metadata pouze o jednom konkrétním robotovi. 
Kompletně  překonvertovaný řetězec z notace json do notace html pak zapíše do 
sekce s id #infoRobot. 
 maps.js – Toto skriptum má za úkol vytvořit pomocí knihovny raphael.js papír, na 
který postupně přidává jednotlivé polygony zapsané v SVG standartu. Hlavni funkcí 
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je getMap() parametr identifikace mapy. Po identifikaci mapy, se vytvoří plátno a 
začnou se přidávat jednotlivé polygony do globálního pole dokumentu. Po vložení 
všech místností na papír je knihovna raphael.js vykreslí.   
 efectsUI.js – Toto skriptum obsahuje definici a deklaraci různých efektů grafického 
uživatelského rozhraní. Nachází se zde také funkce radiace ovládání robota pomocí 
stlačení tlačítka setKeys(). 
 icons.js – Skriptum obsahuje definici použitých tlačítek a ikonek uložených v SVG 
standartu. Vykreslovaní ikonek zajišťuje knihovna raphael.js[30]. 
Tvorba máp 
Při implementaci map jsem se inspiroval už existujícími mapami fakulty, které jsou dostupné na [32] 
a generuje je informační systém fakulty. Prvním krokem je stažení map. Ke stažení a vytvoření 
souborové hierarchie jsem vytvořil skript getmaps.sh, který do složky maps vytvoří a stáhne zdrojové 
soubory map. Následující krok převede mapy ze stávajícího formátu do formátu SVG, přičemž se 
mapy ještě vycentrují a rozdělí na jednotlivé patra a patra na sekce A a B. Tento krok provádí skript 
create maps, který vytvoří papír s vektorovým popisem mapy, popisem html elementů a popisem css 
kódu.  
4.6 Popis funkčnosti 
Protože celá aplikace je velmi komplexní a skládá se z relativně mnoha komponent, rozhodl jsem se 
v předchozích kapitolách realizace popsat jednotlivá skripta, jejich funkčnost a detaily implementace.. 
Doposud jsem se však nezabýval interakci mezi komponentami a jejich komunikací, tak aby tvořily 
jeden komplexní systém. Proto v následující kapitole popíši,  jak jednotlivé komponenty spolu 
komunikují.  
Registrace robota 
Pomyslným nultým krokem který by jste měli udělat, je si přečíst instalační manuál. Poté je nutno 
provést všechny potřebné kroky k tomu, aby aplikace mohla fungovat.  
 
Prvním krokem je spuštění skripta run na počítači ovládajícího robota[Run]. Hlavním úkolem 
skripta run je spustit šest aplikací nutných pro ovládaní a registraci robota.  
 Roscore[ROS] – základ platformy ROS 
 Pioneer – balík ovládající robota Pioneer 
 Rosbrdige 2.0 [ROS-bridge] – komunikace s robotem na robotické úrovni 
 Mjpeg_server [Mjpeg server] – přenos videa 
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 Uinode_pkg [Uinode] – přijímání a publikování robotických dat 
 Klient [Klient] – sběr metadat o robotovi a odeslání na server 
Po úspěšném provedení skripta run, je robot nainicializovaný, připravený přijímat  a publikovat 
zprávy.  
Další důležitý krok se odehrává na serveru, kde probíhají tři základní komponenty 
informačního systému. 
 Databáze [Databáze]  
 RobotServer [Robotserver]  
 Web Server [Webserver] 
Poté co komponenta Client běžící na robotovi shromáždí metadata o robotovi a spuštěných 
programech, pošle tyto informace komponentě RobotServer fungující na serveru. Tímto se dostáváme 
ke komunikaci mezi robotem a servrem. Komunikace probíhá na základě navrhnutého protokolu 
[Popis komunikace a dát].  
Robot Server metadata zpracuje a zaregistruje robota do databáze. Ta je uložená lokálně na 
serveru. Po provedení této akce se robot prezentuje jako aktivní a připravený na použití.  
Ovládání robota 
Následující kroky předpokládají úspěšné provedení registrace robota, o které jste si mohli přečíst 
v předchozí kapitole [Registrace robota]. Další akce se provádí z pohledu uživatele a úzce souvisí 
s uživatelským rozhraním. 
 Prvním krokem, který by uživatel měl udělat, je přihlášení se do informačního systému. Tuto 
autoidentifikaci jsem zavedl, aby jsem zajistil určitou míru bezpečnosti, a tak předešel případným 
problémům s ovládáním robota cizím člověkem. Přístupové údaje jsou zaznamenané na přiloženém 
CD v instalačním manuálu. 
 Po přihlášení se uživateli zobrazí grafické uživatelské rozhraní, které je implementováno 
podle návrhu [Obrázek 7: Návrh GUI]. Více o grafickém uživatelském rozhraní se můžete dozvědět 
v kapitole [ 
Grafické uživatelské rozhraní]. Při načtení stránky se ve spodní části zobrazí seznam aktuálně 
aktivních robotů. Dvojklikem si vybereme robota, s kterým chceme blíže spolupracovat. Po vybrání 
robota se nám v pravém horním rohu zobrazí konkrétní informace o robotu. Tlačítkem connect se 
můžeme k robotu připojit přes komponentu rosbrdige [ROS-bridge], nebo načíst video stlačením 
tlačítka play v sekci pro video [Grafické uživatelské rozhraní]. Po stisknutí tlačítka play, se nám za 
malou chvíli zobrazí video, které můžeme následně pozastavit tlačítkem stop.  
 Po stisknutí tlačítka connect se připojíme k robotu a následně můžeme robota odesílat a 
přijímat od něj zprávy. Ovládání robota je možné tlačítky: 
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 W – dopředu 
 A – doleva 
 D – doprava 
 X – dolu 
 S – stop 
Nebo pomocí tlačítek v grafickém uživatelském rozhraní. Detailní popis ovládaní a 
implementace naleznete v kapitole [24]. Je také možné nastavit maximální rychlost jízdy a otáčení 
robota v panele options [24]. Při stlačení některého z tlačítek, se odešle zpráva robotovi, konkrétně 
námi vytvořenému tématu [Uinode], který má na starosti ovládání robota.  
4.7 Problémy a jejich řešení 
V této kapitole chci popsat jednotlivé problémy, které se vyskytly při implementaci. Rozhodně nechci 
popsat všechny problémy, ale jen ty, které mou práci výrazně pozměnily a donutily mě přehodnotit 
návrh čí implementaci aplikace. 
Přenos videa 
První problém se týká přenosu videa. Při návrhu, jsem se rozhodoval v jakém formátu, a kterou 
cestou budu přenášet video. Moje první volba byla aplikace gscam [34]. Aplikace gscam, zpracuje 
obraz z webkamery a publikuje ho v podobě html 5 tagu <video>, javascript obrázků nebo jako 
stream obrázků, který můžete zobrazit v html jako tag <img>. Při prvním testování na robotovi jsem 
zjistil, že kinect připojený k robotovi vůbec nefunguje jako webkamera, ale že pouze publikuje téma, 
ze kterého můžu čerpat data. Konečná volba a ideální řešení byla aplikace mjpeg server. Tato 
aplikace dokáže publikovat data v rámci sítě z vybraného tématu. Prohlížeč a také mjpeg server je 
optimalizovaný na přenášení bitových obrázků. 
Lokální síť 
Při testování mé aplikace v rámci lokální síti fungovalo všechno korektně. Jenže při testování 
aplikace v rámci globální sítě, jsem přišel ke zjištění, že moje aplikace v rámci globální sítě, kde 
uživatel vystupuje jako klient a robot je v hierarchii též vedený jako klient, spolu nemohou 
komunikovat. Hierarchie internetu v rámci bezpečnosti nepovoluje  vzájemnou komunikaci dvou 
klientů bez serveru. Z hierarchie sítě platí pravidlo, že klient může iniciovat požadavek na připojení 
serveru, ale klient nemůže iniciovat připojení k dalšímu klientovi. Tuto akci by měl spravovat  server. 
Jedno z řešení je tzv. port forwarding, kde se nastaví pravidlo na posledním routru sítě a všechny 
požadavky přijaté na určitý port přepošle danému klientovi na jeho lokální port. Bohužel toto řešení 
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představuje určité bezpečnostní riziko, protože obchází jakýkoliv firewall, a tak otevírá cestu 
případným útokům. 
Dalším řešením je veškerou komunikaci mezi klientem a robotem vést přes server. Po tomto 
kroku by aplikace měla fungovat v globálním měřítku. Toto řešení má mnoho dalších výhod, 
například vyřešení unikátního přístupu k robotovi a veškerou kontrolu nad daty přeposlaných 
robotovi. Toto zjištění jsem objevil až při závěrečných testech, a proto by reimplementace v takto 
krátkém čase nebyla  nejlepší volbou. Každopádně do budoucna plánuji komunikaci s robotem 
převést v rámci serveru. 
Cachování souborů na serveru 
Při implementaci aplikace jsem narazil na jednu sice malou, ale přesto velmi záludnou chybu. 
V rámci aplikace, jsem vytvořil skript, který na straně databázového serveru v cyklu vytvářel soubor 
s popisem všech robotů ve formátu json. Dělal jsem to proto, protože přímý přístup do databáze přes 
JavaScript je nekorektní.  Když jsem robota zaregistroval sledoval jsem změny na serveru. 
V databáze se změny projevily, skript vytvořil soubor s popisem všech robotů a přepsal starý soubor. 
Otevřel jsem soubor na serveru a soubor byl aktuální. Problém spočíval v tom, že klient se připojil na 
server pomocí technologie ajax načetl soubor a zpracoval ho. Jenže po tom, co se soubor na serveru 
změnil a klient ho opětovně načetl se změny u klienta neprojevily. Tato záludná chyba je způsobená 
tím, že při prvním požadavku přes technologii ajax, server uložil do interní paměti cach a tam ho 
nechal pro případ, že další klient bude chtít tento soubor číst. Soubor se na fyzickém disku serveru 
přepsal, ale v paměti cache zůstal starý, neaktuální soubor. Server při příchozím požadavku vracel 
server, který je uložený v paměti cache a ne soubor, který je uložený na fyzickém harddisku.  
 Řešením bylo vytvořit skript php, který při spuštění přes technologii ajax nevytváří soubor, 
ale jenom data odešle nazpět klientovi. 
Uinode a vlákna 
První testování a simulace webového portálu byla prováděna na nástroji turtlesim a jednotlivá data 
přes nástroj rosbag. Při prvním testování na robotovi jsme přišli k následující chybě. Při odeslání 
zprávy robotovi, se zpráva sice do daného tématu dostala, zobrazila ale nepřevedla. Princip chyby byl 
v tom, že pokud chceme aby se robot pohnul, musíme robotovi danou zprávu v určité frekvenci 
neustále publikovat. Proč?  Při odeslání zprávy robotovi, téma cmd_vel zpracuje hodnoty a převede je 
na určitou hodnotu voltů pro motory. Jenže když pošleme motorům pouze jeden impulz s hodnotou, 
motor se stěží pohne. Proto musíme danou hodnotu nějakou dobu publikovat a v pravidelném cyklu 
obnovovat. Řešením bylo vytvoření cyklu, jinak řečeno rospy.spin(), který je v programovaní na 
platformě ros úplně běžný. Jenže při použití cyklu, byl proces blokován a neustále ošetřoval jenom 
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jednu zprávu a to pro tému cmd_vel. Tento problém jsme vyřešili pomocí nového vlákna, které 





V této kapitole představím navržené testy, samotné testování a výsledky testů. Do této kapitoly 
zahrnu i kapitolu simulace, protože hlavně při prvotním testovaní tvořila podstatnou část testů. 
5.1 Návrh testů 
Série testů spočívá v testovaní jednotlivých častí systému. Nejdříve testuji oddělené logické celky a 
následně provedu komplexní  testování kompletního systému a grafického uživatelského rozhraní.  
 Test inicializace a registrace robota  
 Test databáze  
 Test webového serveru a funkční části webového rozhraní  
 Test komunikace klienta s robotem a jeho ovládaní 
 Komplexní test a test grafického uživatelského rozhraní – cílem testu je otestovat  
celkové chování systému při běžné práci klienta a test uživatelské spokojenosti 
grafického uživatelského rozhraní 
5.2 Realizace testů 
Test inicializace a registrace robota 
Cílem testu je zjistit nedostatky při inicializaci robota a registraci robota do databáze. Otestovat, jestli 
jsou na robotovi nainstalované všechny potřebné prostředky na jeho spuštění a inicializaci. 
 Inicializace a registrace robota probíhá spuštěním skriptu run.sh [Run], který zajistí spuštění 
všech potřebných aplikací ke správnému chodu robota. Skript samotný obsahuje testování dostupnosti 
těchto aplikací, proto jsem se pro testování  rozhodl použít skript samotný. 
 Výsledky si můžete prohlédnout v příloze [G]. 
 Při zkoumání výsledků testu jsem zjistil, že na testovaném robotovi je nutné doinstalovat dvě 
komponenty nutné k jeho správné komunikaci s klientem. Jednalo se o aplikaci rosbridge a aplikaci 
mjpg_server.  
 Po testu jsem doinstaloval potřebné komponenty a spustil test znovu. Následně test proběhl 




Cílem testu je zjistit, jestli je databáze navržená správně a jestli jsou všechna data dostupná krátkou a 
exaktní cestou. 
V rámci testování jsem vytvořil skript test_db.php, který provede několik přístupů do databáze, 
provede SQL dotazy a vyhodnotí úspěšnost daného kroku. 
Na základě výsledků jsem se rozhodl, že navržená databáze pro současnou aplikaci plně 
postačuje, ale pokud by teoreticky aplikace pracovala s řádově stovkami robotů, mohl by nastat 
problém s duplicitou některých dat a tím by se snížil výkon databáze a zároveň webového rozhraní. 
Test webového serveru a funkční části webového rozhraní 
Cílem testu je odhalit chyby v implementaci jednotlivých části webového rozhraní. 
 V rámci testu jsem vytvořil cílené akce a jejich výsledky, které jsem postupně prováděl nad 
systémem, výsledky jsem si zapisoval a pak analyzoval. 
 Na základě testů jsem udělal pár nepříliš podstatných změn, ale také jsem objevil jednu 
zásadní chybu, kterou jsem popsal v kapitole [Cachování souborů na serveru]. 
Test komunikace klienta s robotem a jeho ovládaní 
Cílem testu je odhalit a definovat za jakých podmínek komunikace funguje a jak je komunikace 
datově náročná.  
 V rámci testu jsem se rozhodl postupovat  po dílčích krocích: 
1. Prvním krokem bylo otestovat komunikaci na aplikaci turtlesim.  
a. Spuštění všech potřebných aplikací, tj. rosbridge, roscore, turtlesim, uinode_server. 
b. Nastavení portů a lokální IPv4 adresy na straně klienta 
c. Připojení klienta přes rosbridge server 
d. Ovládání želvy přes webové rozhraní 
2. Další krok se skládá z otestování zobrazení a přenosu videa z webkamery 
a. Spuštění všech potřebných aplikací mjpeg_server a gscam. 
b. Načítání videa na klientovi 
3. Následující krok testuje ovládání a komunikaci s robotem v lokální síti 
a. Spuštění všech potřebných aplikací rosbridge, mjpg server, roscore, toad launch, 
uinode_server, client.  
b. Po inicializaci robota a úspěšné registraci se klient připojil k robotovi a posílal mu 
zprávy, které měl robot vykonat 
c. Vypnutí robota, ztráta signálu při pohybu robota 
4. Následující krok je stejný jako předchozí test, jenom se testuje robot v globální síti, to 
znamená, že klient a robot jsou ve dvou odlišných podsítí a mají různou veřejnou IPv4 adresu 
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Na základě výsledků těchto testů jsem odhalil dva nedostatky aplikace, které jsem popsal v kapitole 
[Lokální síť]. 
Komplexní test a test grafického uživatelského rozhraní   
Cílem testu je otestovat komplexní chování systému při běžné práci klienta a test uživatelské 
spokojenosti grafického uživatelského rozhraní. 
 Test probíhal v prostorách Fakulty Informačních technologií, kde cílem zúčastněných lidí 
bylo vykonat mnou definované akce. Já jsem měřil čas, který uživatelům trval ke splnění všech akcí 
ze seznamu. Po konci praktické části, jsem položil účastníkům pár otázek a následně test vyhodnotil. 
 Účastníky testu jsem postupně volal k sobě, tak aby v testovací místnosti byl pouze jeden 
člověk. Uvedl jsem je do problematiky, představil jim seznam požadovaných akcií, nainicializoval 
robota a připravil ho na startovací pozici.  
1. Prohlédněte si grafické uživatelské rozhraní. 
2. Načtěte seznam aktuálně dostupných robotů. 
3. Vyberte robota a najděte stav baterky. 
4. Připojte se k robotovi a znovu zjistěte stav baterky. 
5. Zobrazte video z robota. 
6. Zkuste si ovládání robota a nastavování rychlosti otáčení a pohybu robota. 
7. Úkol: 
a. Prohlédněte si mapku úkolu a zorientujte se v prostoru mapky[Obrázek 10: 
Mapa testu]. 
b. Po vyzvaní můžete začít plnit úkol, za každou chybu se Vám připočítá +5s 
k celkovému času. 
c. Postupujte ve směru šipek a plňte úkoly dané na stanovišti: 
i. Plynule přejděte do zatáčky, přitom nesmíte narazit do uložených 
tužek 
ii. Slepé území, ovládejte robota jenom pomocí videa a kličkujte mezi 
značkami 
iii. Zaparkujte robota, tak aby nikde nepřesahovala část robota 
iv. Pokračujte ve směru šipek, na konci se otočte a dojeďte do cíle 
8. Co Vás nejvíce zaujalo na grafickém uživatelském rozhraní? 
9. Co by jste naopak změnil na grafickém uživatelském rozhraní? 
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10. Jak jste byli spokojeni s ovládáním robota? 
11. Jak obtížné bylo ovládat robota jenom pomocí videa? 
12. Co Vám na uživatelském rozhraní chybělo? 
13. Jak se Vám test líbil? 
 
 
Obrázek 10: Mapa testu 
 
 
 1. 2. 3. 4. 
1. – 6. 2:13 1:57 3:24 2:36 
7. 4:18 4:03 5:37 4:49 
8. Mapa a ovládání Mapa, Ikonky Mapa, ikonky Mapa 
9. Barvy některých části Plocha tlačítek Nezobrazoval 
tlačítko play pres 
video 
Zrušil tlačítko list a 
načítal seznam 
hned 
10. Na začátku to šlo 
pomalu, ale po 
chvilce jsem si zvykl 
Někdy se to sekne, 
ale stačí znovu 
stlačit tlačítko 
Přidat autopilota Nefunguje pohyb 
při stlačení dvou 
tlačítek naráz 
11. Video nemá velkou 
odezvu, tak to není 
velký problém 
Nebyl to problém Problém s orientací, 
ale prošla jsem 
Bez problému 
12. Nastavení rychlosti Pomocné bubliny Při najetí na robota Podrobnosti o 
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otáčení a pohybu 
robota 
při manipulaci zobrazit jeho ID 
nebo popisek 
místnosti 
13. Zajímavý, bavil mně Ovládaní robota 
bylo super 
Zábava, místy strach Dobře vymyšlené 
Trest +10 +5 +25 +15 
Spolu 6:41 6:05 9:26 7:40 
1. – 6. 2:32,5    






V dnešní době, kdy počet robotů neustále roste a je jim svěřeno více a více zodpovědnosti, je nutné 
vědět, kde se robot nachází a co dělá. Ve firmách, které mají několik desítek robotů je finančně i 
časově náročné spravovat všechny roboty bez jakéhokoliv přehledu o robotech. Při takovémto 
množství robotů je pravděpodobné, že někteří roboti budou používat jinou platformu než ostatní. A 
přesně v takové situaci je ideální řešení vytvořit multiplatformové uživatelské rozhraní. 
Cílem mé práce bylo vytvořit prototyp aplikace, která umožní klientovi mít jednoduchý 
přehled o tom, kde se který robot nachází, co dělá a také mít podrobné informace o robotovi a umět 
ho na dálku ovládat přes webové rozhraní. Samotné implementaci předcházelo studium technologií 
z dané oblasti a analýza existujících řešení, kde jsem si ujasnil a definoval, kterou funkčnost budu 
implementovat.  
Výsledkem mé bakalářské práce je funkční webový portál, který umožňuje správu robotů na 
Fakultě Informačních technologií v Brně. Mezi základní funkčnost aplikace patří mapy, na kterých se 
zobrazuje robot, výpis podrobných informací o robotovi, přenos videa z robota a zobrazení videa u 
klienta a v neposlední řadě také ovládání robota. Aplikace také klienta informuje  o průběhu 
vykonávané akce výpisem informačních hlášek do konzoly.  
Při testovaní aplikace jsem odhalil pár nedostatků, které jsem z většiny po ukončení testování 
opravil a tak jasně definoval, za jakých podmínek aplikace funguje.  
Jako nedostatek mé aplikace považuji komunikaci jenom v lokální síti, který jsem blíže rozebral 
v kapitole [Lokální síť].  
Do budoucna plánuji pokračovat ve vývoji webového portálu, přičemž je naplánováno mnoho 
vylepšení a změn. Jedna změna se právě týká výše zmíněného nedostatku aplikace. Mezi další 
podstatná vylepšení plánuji zdokonalit a implementovat lokalizaci robota ve vnitřním prostředí, 
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A. Obsah CD 
Priložené CD obsahuje: 
 Dokumentaci ve formáte PDF a DOCX (adresář TZ) 
 Zdrojové soubory (adresář Src) 
 Demonstrační video (adresář Video) 
 Prezentační plakát (adresář Plakat) 
 Instalační manuál a soubory (Instalace) 
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B. Hodnocení a myšlenky autora 
V této kapitole shrnu své myšlenky a získané postřehy při práci na mé bakalářské práci. Tato kapitola 
přímo nesouvisí s implementací, návrhem či teorií ohledně webového portálu. 
Tato práce mi dala mnoho cenných zkušeností, protože to byl můj první projekt takových 
rozměrů. Nejvíce si cením konzultací s panem doktorem Beranem, který mě mnohokrát vyvedl 
z omylu při řešení, což mi na jednu stranu přidalo mnoho práce, ale zase dalo cenné zkušenosti, jako 
například vyvíjet větší aplikace a podtrhlo to důležitost dobrého návrhu.  
Na začátku práce jsem se nejvíce těšil na vývoj samotného webového portálu, programování 
v JavaScript, PHP, MySQL a celkově tvorbu informačního systému. Z robotiky a samotné ROS 
platformy jsem měl respekt a strach. Proto mé první kroky vedly především k implementaci 
webového klienta, map a webového serveru. Mnoho věcí v oblasti rosu a robotiky mi přišlo 
zmatených a nechápal jsem je. Často jsem se pohyboval v bludných kruzích. Když už jsem si myslel, 
že mám to správné řešení, přišel omyl, který mě donutil předělat často jednu kompletní část aplikace.  
Po tom, co jsem i přes nechuť a  zapálení spíše k tvorbě webu a informačních systémů musel 
programovat v robotické platformě ROS, jsem začal postupně chápat fungování a princip stavby ROS 
platformy. Následně přišlo praktické setkání s robotem a první úspěchy, kdy jsem mohl robota 
ovládat ve mě probudily vzpomínky z dětství, kdy jsem jako malý chlapec dostal auto na ovládání a 
následující den bylo do součástky rozebrané, protože mě zajímalo jak  funguje. Získal jsem zapálení, 
které je pro mě největší hnací síla. Momentálně je můj názor, že platforma Robot Operating System je 
skvěle navržená a vše do sebe zapadá. 
Ponaučení pro mě je hlavně to, že to čeho jsem se paradoxně na začátku nejvíce bál mi na konci 











E. Seznam platforem a použitých 
nástrojů 
 jQuery UI – 1.10.4 
 jQuery – 2.1.1 
 HTML 5 
 CSS 3 
 JavaScript – 1.8.6 
 Raphael – 2.1.2 
 Keypress – 2.0.2 
 AJAX 
 PHP – 5.5.0 
 MySQL - 5.5.35 
 Python – 2.7 
 Bash 
 Xterm 
 Ubunu - 12.04 
 ROS – Hydro Medusa 
 Mjpeg server 
 Rosbridge 2.0 









G. Test run.sh 
./run.sh 
------------------------------------- 
SYS: Try to runn roscore... 
ROSCORE: Running roscore. 
SYS: Roscore server running. --> OK 
SYS: Try to runn rosbridge server... 
BRIDGE: Killing rosbridge. --> OK 
kill: No such process 
BRIDGE: Re-running rosbridge server. 
SYS: Rosbridge server running. --> OK 
SYS: Try to runn mjpeg_server... 
MJPEG_SERVER: Running mjpeg_server. 
SYS: MJPEG_SERVER rinning. --> OK 
SYS: Check ROS dystro. 
SYS: ROS dystro. --> OK [hydro] 
SYS: Try to running client.py. 
CLIENT: Running client, sending metadata. 
SYS: Client running. --> OK  
SYS: Try to running uinode_pkg... 
UINODE: Uinode running. 
SYS: Uinode running. --> OK 
--------------------------------------- 
SYS: ALL DONE --> OK 
