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I. INTRODUCTION Elliptic Curve Cryptography (ECC) was first proposed by
Miller and Koblitz in 1985 [1] . Since there are no subexponential algorithms known for the elliptic-curve discretelogarithm problem (ECDLP), the keys can be much smaller in elliptic curve cryptography than in other public key cryptosystems. Consequently, elliptic-curve cryptography offers significant advantages in many practical aspects. Due to their practical advantages, elliptic curve cryptosystems can be expected to be incorporated in many future cryptographic applications and protocols.
However, ECC is found to be vulnerable to simple power analysis (SPA) attacks [2] as other public-key cryptosystems. SPA attackers examine the power traces of cryptographic computations and distinguish the power consumption caused by the secret key. The core operation of ECC is binary scalar multiplication, which consists of a point doubling operation if the key bit is "0", or of a point doubling followed by point addition operation if the key bit is "1".
There are a number of countermeasures for ECC against SPA attacks, and the countermeasures can be classified into two groups. The first group is at the logic level, such as Sense Amplifier Based Logic (SABL) [3] , Wave Dynamic Differential Logic (WDDL) [4, 5, 6] , Random Switching Logic (RSL) [7, 8] , and so on. All of these countermeasures" aim is balancing the power consumed by the cryptography circuit but they all largely increase the computation cost and more expensive to practical application. Another group of countermeasure is at algorithm level, such as Montgomery method [9] of the scalar multiplication and double-and-addalways algorithm [10] . Authors in [11, 12] also proposed an algorithm-level countermeasure --Side-Channel Atomicity, which divided the whole procedure of point doubling and addition into "atoms". However, Montgomery ladder and double-and-add-always algorithm are most widely used as so far.
However, the above countermeasures can"t ensure the absolute security of scalar multiplication when there is more powerful simple power analysis. The main contribution of this paper is the development of a refined and more powerful simple power analysis attack which is even applicable to elliptic-curve scalar point-multiplication algorithms with countermeasures such as Montgomery and double-and-addalways algorithm. This attack shows that if the implementation is not carefully designed, the countermeasures can also be defeated. And we give some advises about countermeasures at last.
The rest of this paper is organized as follows. Section II introduces the background theory regarding the ECC"s scalar multiplication algorithm and SPA attack. Section III presents a refined SPA attack of on ECC with countermeasures. Attack results are given in Section IV. Finally, we conclude in Section V.
II. BACKGROUND
The following section will briefly cover the background theory, required for understanding this work. First, we give an overview of ECC algorithm and followed by a brief introduction to side channel analysis.
A. Elliptic curve scalar multiplication
An elliptic curve is a set of points P which are solutions of a bivariate cubic equation over a finite field, such as the prime finite field and the binary finite field [13] .
In ECC, the secret key d is mainly involved in the scalar multiplication operations, while scalar multiplication is realized by repeated addition of the same point. If d is a positive integer and P a point on an elliptic curve, the scalar multiplication dP is the result of adding d copies of P [14, 15] There is a common implementation of ECC"s scalar multiplication, such as the Binary Method shown in Algorithm 1:
Algorithm 1 (Binary algorithm)
Input: , Output:
The above scalar multiplication implementations contain point addition and point doubling. The key d determines the procedure of doubling and addition operation. It consists of a point doubling operation if the key bit is 0, and a point doubling followed by a point addition operation if the key bit is 1.
B. Power analysis
Power analysis attacks use the fact that the instantaneous power consumption of a hardware device is related to the instantaneous computed instructions and the manipulated data. There are two types of power analysis, the simple power analysis (SPA) and the differential power analysis (DPA), which are described in [2, 16] . DPA computes hypotheses of the power consumption for each input and key candidate and compares them to the recorded power consumption of the device. Such a hypothesis can be computed by calculating the Hamming weight (HW) of a processed value. Finding a suited intermediate value, which reveals information about the key, is specified as leakage analysis. In order to compare the calculated hypothesis to the measured power consumption, methods like the Pearson correlation or the difference in means can be used.
In this paper, we only take care of the SPA on scalar multiplication. SPA makes use of such an instruction performed during an scalar multiplication algorithm that depends on the data being processed. Apparently, Algorithm 1 has a branch instruction conditioned by a secret exponent d, and thus it reveals the secret d if power consumptions of point addition and point doubling are distinguishable.
The point doubling and addition can be implemented as the traditional procedure in [14] . When a=p-3 and Z=1, point doubling needs 8 multiplications, but point addition needs 11 multiplications. And the operation procedure of point doubling is fully different from that of point addition. Therefore their power consumption are highly distinguishable and vulnerable to SPA.
C. Countermeasures
In order to be resistant against SPA, any branch instruction of exponentiation algorithm should be eliminated. There are mainly two types of countermeasures at algorithm level: the fixed procedure method and the indistinguishable method. The fixed procedure method deletes any branch instruction conditioned by a secret exponent d like double-and-add-always method, Montgomery-ladder method, and window-based method [17] . The indistinguishable method conceals all branch instructions of exponentiation algorithm by using indistinguishable addition and doubling operations, in which dummy operations are inserted.
The most widely used method to resist SPA attack are double-and-add-always method and Montgomery-ladder method. Double-and-add-always method is described in Algorithm 2. In this method, the operations of point doubling and addition are always executed whatever the key bit is through insertion of false point additions. By measuring the power consumption during the ECC operation, the attackers can"t retrieve the secret key.
Algorithm 2 (Double-and-add-always algorithm)
Input: , Output: 1. 0 = 2. for = − 2 to 0 0 = 2 0 if = 1 then 0 = 0 + else 1 = 0 + 3. output 0
III. A REFINED SIMPLE POWER ANALYSIS
In this section, we present a powerful simple power analysis attack on scalar multiplication with double-and-addalways method. Note that this attack can also be used to defeat the Montgomery-ladder method.
A. Description of the Attack
As is usually the case, the scalar multiplication is realized through the combination of hardware and software. By the definition of ECC, we find that the elementary operations of scalar multiplication are modular multiplication, modular addition and modular subtraction. These elementary operations especially modular multiplication are very cost if they are realized by software. So they are usually realized by hardware such as coprocessor and combined into point doubling and addition even scalar multiplication by implementation of software on a microcontroller. Microcontrollers have an instruction set that typically consist of arithmetic instructions such as addition, logical instructions such as exclusive-or, data transfer instructions such as move and branching instructions such as jump.
According to algorithm 2, there is a "if…else…" that is a conditional jump instruction. After being compiled, the execution flow is different when bits of exponent key are not the same. Because each instruction works on a number of bytes and involves different components of the microcontroller, these are physically separate components of the microcontroller and they differ in functionality and implementation. So the power consumption will be different more or less when is 0 or 1. If we can distinguish this tiny difference by some signal processing methods such as pattern match, the private key is broken.
If the Montgomery-ladder method and window-based method also use the conditional jump instruction, it can be broken in the same way.
Note that this attack can also be applied to ECDSA. Despite only the ephemeral key can be retrieved from the scalar multiplication by above attack method, we can recover the sign key easily by follow equation:
Where and are signature, is the Hash value of message, is the order of the elliptic curve, is ephemeral key, is private key to be broken.
B. Countermeasures
Because only one power trace of scalar multiplication is need in above attack method and the target is only the exponent key, the common countermeasures like exponent blinding, base point blinding, random projective coordinate [10] is not useful.
As mentioned above, the distinguishing difference of power consumption is brought by conditional jump instruction such as "if…else…" So there should be no conditional jump instruction. But how can we execute different point addition according to different exponent key bit?
For example, if the original execution of the true and false point additions is determined as follows:
Where the first parameter means the RAM blocks used which determine the position of input and output, the second parameter means the type of elementary operations. Several different these commands compose true point addition or false point addition.
We can take the d i as the input parameter, and change algorithm 3 to algorithm 4 as follows:
Algorithm 4
ECC_Command(0x1FC8- * 0x0347, 0x03010102+d i * 0x00000101)
From algorithm 4, there is no conditional jump instruction, and in this method, the same operations of point doubling and addition are always executed whatever the key bit is "0" or "1". By measuring the power consumption during the ECC operation, the attackers can"t retrieve the secret key.
IV. EXPERIMENT RESULT

A. Attack Result Befor Improving Contermeasure
To examine the effect of the proposed SPA attack in section III, we conduct experiments on a software implementation of ECC. Our experimental setup consists of a PC, a power tracer, a smart card and a LeCroy oscilloscope. The smart card has a PAE coprocessor and algorithm library. The coprocessor is used to compute modular multiplication and addition. The algorithm library is used to provide a high level interface to ECC cryptography implemented on the coprocessor and includes countermeasures against SPA and DPA attacks.
Without loss of generality, we set the private key to be "A6" whose binary representation is 10100110. According to algorithm 2, the true and false order of point addition is "FTFFTTF", where "F" means a false point addition and "T" means a true point addition. After recording the power consumption of this scalar multiplication we align the first point addition to other six point additions and find some tiny differences in certain region as shown in Fig.1 . Fig. 1 . The differences between first point addition and others befor Improving Contermeasure
From Fig.1 we can see that the first point addition is almost the same with the third, forth, seventh point addition and different with others more or less. This judge is also derived from correlation coefficient of two point additions. For example, when the types of two executions are the same, the correlation coefficient is higher than 0.98, otherwise is lower than 0.93. So we can select a proper threshold such as 0.96 to determine whether the two executions are the same.
Based on the previous analysis we can infer that the true and false order of point addition may be "FTFFTTF" or "TFTTFFT", after a simple verify using input and output of scalar multiplication, the former can be confirmed and we can recover the secret key is "A6".
B. Attack Result After Improving Contermeasure
After improving the countermeasure as described in section III, we repeat the above attack, and also set the private key to be "A6". After recording the power consumption of this scalar multiplication we align the first point addition to other six point additions and try to find some tiny differences in the same region as shown in Fig.2 .
From Fig.2 it can be seen that the first point addition is almost the same with others. The correlation coefficients are all higher than 0.97 and the second, third, sixth correlation coefficient are not always higher than other three. We can"t distinguish between the false point addition and the true point addition by observing the power consumption or comparing correlation coefficients. So the refined attack method can"t be applied to this countermeasure. After that we make the above method into program and attack on a standard scalar multiplication using double-andadd-always algorithm. The experimental results show that it is easy to recover the whole secret key less than a second.
V. CONCLUSION
We presented a refined simple power analysis attack on elliptic curve scalar multiplication such as double-and-addalways algorithm. The method basically uses the information about the conditional jump instruction of elliptic curve operations, and retrieves the secret key by measuring the power consumption of different kind of point addition during scalar multiplication. The method can be considered as an enhancement because it works even in cases where the standard simple power attack fails because of the countermeasures such as the double-and-add-always algorithm. The approach is a general method in the sense that it can be used to attack arbitrary elliptic curve scalar multiplication algorithms that using conditional jump instructions. We demonstrated that it can be effectively applied on the example of a modification of a scalar multiplication algorithm where the standard simple power-analysis attack fails. We also analyzed the reason of leakage and pointed out that this can be improved by discarding the conditional jump instructions. Based on the analysis of a concrete implementation code we proposed a method that only take the d i as the input parameter in order to get same operations of point doubling and addition whatever the key bit is "0" or "1". To summarize the results, the method is new and more efficient than the standard simple power analysis attack and poses a serious threat against certain algorithms whose countermeasure implementation is not carefully designed. Our analysis also indicates that the concrete implementation of countermeasure is very important despite it appears to be safe. The work done in this paper is just a try to breaking the ECC"s private key using a simple power analysis, more novel method and further researches are expected in the future.
