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ВВЕДЕНИЕ 
Современное программное обеспечение (ПО) становится всё более 
сложным и объемным. Проектирование сложных программных продуктов 
требует использования систем программирования с хорошими средствами 
автоматизации и контроля качества разработки. 
Языки высокого уровня позволяют разрабатывать программы быстрее, 
понятнее и с меньшим числом ошибок в процессе проектирования ПО. 
Одним из удобств современных языков высокого уровня является 
встроенный ассемблер, который предоставляет возможность использовать 
язык ассемблера непосредственно в тексте программ на языке Си, Паскаль 
и других языках программирования.  
При разработке программы, к которой предъявляются высокие требо-
вания по быстродействию, можно использовать языки высокого уровня с 
последующей оптимизацией отдельных участков кода на ассемблере. 
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1. ЛАБОРАТОРНАЯ РАБОТА 1 
Использование среды программирования Visual Studio для        
разработки приложений на ассемблере  
 
Цель работы: знакомство с технологией применения языка низкого 
уровня при разработке программного обеспечения. 
1.1. Указания к выполнению работы 
1.1.1.  Система программирования Visual Studio 
Microsoft Visual Studio — линейка продуктов компании Майкрософт, 
включающих интегрированную среду разработки программного обеспече-
ния и ряд других инструментальных средств. 
Visual Studio включает в себя редактор исходного кода, редактор форм, 
компилятор программ, построитель приложения, а также встроенный от-
ладчик. 
1.1.2. Применение языка программирования низкого уровня 
Использование языка ассемблера при разработке программного обес-
печения возможно несколькими способами: 
• встроенным ассемблером; 
• формированием отдельных модулей на языке ассемблера; 
• полной разработкой приложения на языке низкого уровня. 
Встроенный ассемблер используется для реализации участков про-
граммы, когда требуется высокая эффективность использования ресурсов 
и/или высокая скорость обработки данных. Недостатком встроенного ас-
семблера является невозможность применения привилегированных команд 
процессора и ограничения на использование регистров центрального про-
цессора.  
Отдельный модуль на языке ассемблера создается в том случае, когда 
в приложении осуществляется работа с нестандартным внешним оборудо-
ванием и/или проектируются функции системного характера. При исполь-
зовании отдельных модулей на языке низкого уровня требуются согласова-
ния по доступу к глобальным данным, способу вызова подпрограмм и воз-
врату из них.  
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Полная разработка приложения на языке низкого уровня обычно при-
меняется при создании драйверов внешних устройств или для создания 
программного продукта с минимальным объемом загрузочного модуля. 
1.1.3. Использование встроенного ассемблера 
Машинные команды могут быть вставлены в текст программы на язы-
ке высокого уровня с применением директивы «_asm». Напрмер : 
int _tmain(int argc, _TCHAR* argv[]) 
{ 
 int t, h; 
 t=4; 
 h=5; 
... _asm mov eax, t 
 _asm add h,eax 
... 
 return 0; 
} 
Если требуется вставка нескольких команд, необходимо использовать 
блок операторов в фигурных скобках: 
 _asm  
 { 
  mov eax, t 
  add h,eax 
} 
При написании программы на языке C/C++ перед командами ассем-
блера не требуется сохранять регистры EAX, EBX, ECX, ESI, EDX EDI. Дру-
гие регистры (EBP, ESP) необходимо сохранять перед началом блока _asm 
и восстанавливать после окончания. 
В командах встроенного ассемблера можно использовать переменные, 
объявленные на языке высокого уровня (локальных и глобальных), для 
доступа к данным. Имена переменных в машинных командах указываются 
в соответствии с учетом больших и маленьких букв. 
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1.1.4. Создание приложения на языке ассемблера 
Для формирования проекта на языке низкого уровня выбирается про-
стое консольное приложение. При этом устанавливается флаг пустого про-
екта (проект в момент создания не содержит файлов с исходным текстом). 
После создания проекта к нему добавляется модуль (файл) с текстом на 
ассемблере. Файл с текстом программы должен иметь расширение asm и 
иметь кодировку символов ASCII. Добавление нового файла можно осуще-
ствить через меню системы программирования либо через проект приложе-
ния. При этом выбирается добавление файла типа «Текстовый файл» с обя-
зательным заданием имени файла с расширением asm. 
Для обработки текстов программы на языке ассемблера необходимо 
разрешить использование транслятора MASM и, при необходимости, 
настроить режим работы. 
Использование транслятора MASM осуществляется через контекстное 
меню проекта с помощью пункта «Build Customizations» (управление по-
строением) установкой флага masm(.target,.props). 
Для файлов проекта с исходным текстом на языке ассемблера необхо-
димо проверить свойство «Item Type». Оно должно быть установлено в 
режим «Microsoft Macro Assembler» (рис. 1.1). 
 
 
 
Рисунок 1.1 – Настройка свойств проекта для использования ассемблера 
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1.1.5. Структура текста программы на языке ассемблера 
Структура модуля на языке ассемблера может быть представлена сле-
дующим образом: 
1. Выбор системы команд . 
2. Задание модели памяти. 
3. Настройки трансляции. 
4. Выделение памяти под область стека. 
5. Объявление глобальных переменных приложения. 
6. Область команд приложения. 
7. Конец текста программы. 
В общем случае любое приложение можно представить в виде трех ча-
стей:  
 область команд – содержит команды программы; 
 область данных – выделенная память для хранения значений пере-
менных; 
 область стека – используется для выделения памяти для локальных 
переменных, организации передачи параметров и вызова подпрограмм. 
Эти три элемента приложения на языке ассемблера описываются яв-
ным образом с помощью директив ".CODE", ".DATA", ".STACK". 
1.1.5.1. Выбор системы команд осуществляется с помощью директивы 
выбора типа процессора. В системе команд Intel (IA32) допустимы следую-
щие типы: 
8086 – стандартный набор команд ; 
186 – добавлены дополнительные команды работы со стеком (PUSHA, 
POPA, PUSH константа), с портами ввода-вывода (INS, OUTS), арифмети-
ческие команды (IMUL, ROL/ROR, RCL/RCR, SAL/SAR, SHL/SHR с непо-
средственно указанным числом бит сдвига) и команды реализации языков 
высокого уровня (ENTER, LEAVE, BOUND);  
286 – добавлены 16 новых команд (LGDT, LIDT, LLDT, LMSW, LTR, 
SGDT, SIDT, SLDT, SMSW, STR, ARPL, CLTS, LAR, LSL, VERR, VERW), не-
обходимых для работы со средствами управления памятью; 
386 – добавлены команды работы с 32-разрядными данными; 
486 – добавлены команды управления кэшированием; 
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586 – добавлены мультимедийные команды (MMX) и команды парал-
лельной обработки данных (SSE), подключение набора команд Реntium. 
При отсутствии установки типа процессора выбирается система ко-
манд «процессор 8086». 
1.1.5.2. Установка модели памяти осуществляется директивой 
MODEL. Модель памяти задает вариант доступа к ячейкам памяти для хра-
нения переменных и общий (максимально доступный) объем памяти, выде-
ляемой для приложения. Синтаксис директивы: 
.MODEL тип  , 
где  «тип» – выбираемая модель памяти. 
Различают следующие модели памяти : 
TYNI – крошечная модель (64Кб); 
SMALL – малая модель (128 Кб); 
LARGE – большая модель (1Мб); 
HUGE – выровненная модель (1Мб); 
FLAT – плоская модель (до 4Гб). 
Модели TYNI, SMALL, LARGE, HUGE применяются для DOS приложе-
ний, FLAT – для Windows приложений. 
В директиве можно указывать тип соглашений по именам переменных 
и организации вызова подпрограмм и возврата управления из них. Напри-
мер, директива  
.MODEL flat, stdcall 
указывает на использование модели flat и использование стандартного со-
глашения по вызову подпрограмм (как в языке С). 
1.1.5.3. Выделение памяти для стека осуществляется директивой 
STACK. Стек приложения используется для организации передачи парамет-
ров в подпрограммы и их вызова.  
В директиве указывается объем памяти, выделяемый для стека прило-
жения.  
.STACK число 
Число (объем памяти) в директиве должно быть кратным 2 или 4 в за-
висимости от использования 16- или 32-разрядного приложения. Для опе-
рационной системы Windws 7 и NT обычно используются 32-разрядные 
приложения. 
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Например, директива: 
.STACK 100h 
выделяет стек объемом 256 байт. 
1.1.5.4. Выделение памяти для хранения данных в приложении осу-
ществляется директивами начала секции данных – CONST, DATA?, DATA. 
Директива CONST позволяет описывать имена констант приложения (зна-
чения не могут быть изменены при работе приложения), DATA – инициали-
зированные данные (данным присваивается начальное значение), DATA? – 
не инициализированные данные (начальное значение не определено). 
Переменные в директивах объявляются как 
Имя  тип  значение 
Имя – имя переменной. Имена формируются с использованием букв и 
цифр. Допускается применение специальных символов – знака подчеркива-
ния «_», знака вопроса «?» и знака «@». По умолчанию различаются пер-
вые 32 символа имени. 
Тип переменной задает объем памяти для хранения значений. Обычно 
используются:  
DB – один байт; 
DW – два байта; 
DD – четыре байта; 
DQ – восемь байт; 
DT – десять байт. 
Значение, указанное при объявлении, задает начальное значение пере-
менной. Значение должно соответствовать типу переменной. 
Если начальное значение переменной не определено, в качестве значе-
ния используется знак «?». 
Например: 
.CONST 
   Pi   DD   3.1415 
.DATA 
   X   DW   2 
.DATA? 
   Y   DD   ? 
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объявляет константу Pi со значением 3.1415, переменную X с начальным 
значением 2 и переменную Y, для которой начальное значение не определе-
но. 
1.1.5.5. Область команд приложения задается директивой CODE. По-
сле директивы CODE на языке ассемблера записываются команды прило-
жения. Команды будут выполняться одна за другой последовательно.  
Последовательное выполнение команд может прерываться командами 
условного и безусловного перехода и вызова подпрограмм и возврата из 
них.  
1.1.5.6. Окончание текста программы осуществляется директивой 
END. Любой текст после директивы END рассматривается как комментарий 
и в трансляции не участвует. После ключевого слова ЕND может быть ука-
зано имя, определяющее место начала выполнения программы. Эта воз-
можность применяется, если в качестве головного модуля приложения ис-
пользуется модуль, разработанный на языке ассемблера. 
1.1.6. Пример модуля на языке ассемблера 
В тексте на языке ассемблера большие и маленькие буквы не различа-
ются. Исключение составляют имена переменных. Если установлена дирек-
тива различения больших и маленьких букв, то большие и маленькие буквы 
различаются.  
Пример модуля на языке ассемблера представлен ниже. 
.586 
. MODEL flat, stdcall  
OPTION CASEMAP:NONE ; опция различия строчных и прописных букв 
.CONST ; начало раздела констант 
MsgExit DB "Press Enter to Exit",0AH,0DH,0 
.DATA ;раздел инициализированных переменных 
A1 DW 4 
B1 dw 3 
С1 DW 7 
M1 db "Мама мыла раму" 
.DATA? ;раздел неинициализированных переменных 
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X DW ? 
; начало сегмента кода 
.CODE 
; прототип функции ExitProcess (окончание программы) 
ExitProcess PROTO STDCALL :DWORD  
Start: ; Начало выполнения программы 
 ; машинные команды 
MOV AX, A1 
 MOV X, AX 
 ADD AX,B 
 MOV A1, AX 
… 
 
Invoke ExitProcess,0   ; окончание приложения 
 End Start 
Для нормального завершения работы приложения требуется вызов си-
стемной функции ExitProcess. Поэтому в текст приложения включены стро-
ки ExitProcess PROTO STDCALL :DWORD – задается прототип функции 
завершения и Invoke ExitProcess, 0 – вызов функции ExitProcess с кодом 
окончания 0. 
1.1.7. Трансляция и построение приложения  
Трансляция модулей на языке ассемблера и построение приложения в 
среде Visual Studio осуществляется обычным образом с использованием 
меню Build (построение) или с помощью "горячих клавиш" (Ctrl-F7). В ходе 
выполнения трансляции могут выводиться сообщения об ошибках в модуле 
на ассемблере аналогично ошибкам языка высокого уровня. 
1.1.8. Отладка приложения  
Для отладки приложения на языке ассемблера, кроме обычных 
средств, могут быть использованы дополнительные возможности: 
 просмотр содержимого регистров центрального процессора; 
 просмотр области памяти хранения данных приложения; 
 дизассемблирование приложения. 
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Дополнительные возможности могут быть использованы только после 
начала режима отладки приложения (нажатие клавиши F10).  
Для просмотра регистров центрального процессора необходимо вы-
брать пункт меню Debug-Windows-Registers (рис. 1.2). С помощью кон-
текстного меню можно настроить вывод содержимого основных регистров 
процессора, а также регистров сопроцессора и регистров мультимедийных 
и параллельных команд (рис.1.3). 
Содержимое области памяти проверяется с помощью пункта Memory 
(Debug-Windows-Registers). Для просмотра памяти в области размещения 
данных требуется знание адресов размещения переменных. Получить адрес 
размещения переменной можно, используя окно просмотра Watch с указа-
нием операции взятия адреса (использование символа «&») для переменной 
(рис.1.4). 
Адрес начала просмотра оперативной памяти задается в поле Address. 
С помощью контекстного меню можно установить режим отображения 
области памяти. 
1.2. Порядок выполнения работы 
1. Сформировать проект с использованием модуля на основе языка ас-
семблера. 
2. Добавить в проект файл с расширением asm и вставить в него текст 
примера из лабораторной работы. 
3. Проверить работу приложения. 
4. Добавить в текст приложения команды в соответствии с вариантом 
(табл.1.1). 
5. Проверить работу приложения. 
6. Проверить работу приложения в режиме отладки. Записать содер-
жимое регистров процессора после каждой команды. 
7. Получить адрес размещения переменной в соответствии с вариан-
том. 
8. Записать значение переменной до начала приложения и перед его 
окончанием. 
9. Оформить отчет.  
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Рисунок 1.2 – Выбор режимов отладки 
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Рисунок 1.3 – Выбор регистров процессора для просмотра 
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Рисунок 1.4 – Вывод содержимого памяти приложения 
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Таблица 1.1 – Варианты заданий 
Вариант Набор команд Вариант Набор команд 
1 Mov Ax,B1 
Add Ax,A1 
Imul C1 
Mov A1,ax 
MovAh,M1[0] 
Mov Bh,M1[10] 
Mov M1[10],Ah 
Mov M1[0], Bh 
2 Mov Ax,B1 
Xor Ax,A1 
Add Ax, C1 
Mov C1,ax 
MovAh,M1[3] 
Mov Bh,M1[7] 
Mov M1[5],Ah 
Mov M1[2], Bh 
3 Mov Ax,B1 
Sub Ax,A1 
Add Ax,C1 
Mov A1,ax 
MovAh,M1[3] 
Mov Bh,M1[13] 
Mov M1[13],Ah 
Mov M1[3], Bh 
4 Mov Ax,B1 
Add Ax,A1 
Add Ax,C1 
Mov A1,ax 
MovAh,M1[3] 
Mov Bh,M1[1] 
Mov M1[13],Ah 
Mov M1[6], Bh 
5 Mov Ax,B1 
Add Ax,A1 
Idiv C1 
Mov A1,ax 
Mov M1[13],'з' 
Mov M1[10],'в' 
Mov M1[3], 'ш' 
6 Mov Ax,B1 
Sub Ax,A1 
Sub C1 
Mov B1,ax 
Mov M1[13],'д' 
Mov M1[10],'в' 
Mov M1[3], 'к' 
7 Mov Ax,B1 
Imul A1 
Add Ax,C1 
Mov B1,ax 
MovAh,M1[2] 
Mov Bh,M1[3] 
Mov M1[6],Ah 
Mov M1[1], Bh 
8 Mov Ax,B1 
Imul A1 
SubAx,C1 
Mov A1,ax 
MovAh,M1[2] 
Mov Bh,M1[3] 
Mov M1[6],Ah 
Mov M1[1], Bh 
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Продолжение таблицы 1.1 
Вариант Набор команд Вариант Набор команд 
9 Mov Ax,B1 
Imul A1 
Sub Ax,C1 
Mov B1,ax 
MovAh,M1[5] 
Mov Bh,M1[7] 
Mov M1[6],Ah 
Mov M1[1], Bh 
10 Mov Ax,B1 
Imul A1 
Imul Ax,C1 
Mov B1,ax 
MovAh,M1[2] 
Mov Bh,M1[7] 
Mov M1[6],Ah 
Mov M1[4], Bh 
11 Mov Ax,С1 
Sub Ax,A1 
Idiv C1 
Mov A1,ax 
MovAh,M1[9] 
Mov Bh,M1[13] 
Mov M1[11],Ah 
Mov M1[3], Bh 
12 Mov Ax,B1 
And Ax,A1 
Add Ax, C1 
Mov C1,ax 
MovAh,M1[13] 
Mov Bh,M1[7] 
Mov M1[4],Ah 
Mov M1[1], Bh 
13 Mov Ax,B1 
Idiv A1 
Sub Ax,C1 
Mov B1,ax 
MovAh,M1[8] 
Mov Bh,M1[11] 
Mov M1[4],Ah 
Mov M1[6], Bh 
14 Mov Ax,B1 
Imul A1 
XorAx,C1 
Mov A1,ax 
MovAh,M1[11] 
Mov Bh,M1[8] 
Mov M1[4],Ah 
Mov M1[2], Bh 
15 Mov Ax,B1 
Imul A1 
Shl Ax,2 
Mov B1,ax 
MovAh,M1[8] 
Mov Bh,M1[7] 
Mov M1[10],Ah 
Mov M1[11], Bh 
 
 
16 Mov Ax,B1 
Div  A1 
Imul Ax,C1 
Mov B1,ax 
MovAh,M1[5] 
Mov Bh,M1[3] 
Mov M1[9],Ah 
Mov M1[12], Bh 
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Окончание таблицы 1.1 
17 Mov Ax,B1 
Add A1 
Shr Ax,3 
Mov B1,ax 
MovAh,M1[12] 
Mov Bh,M1[13] 
Mov M1[7],Ah 
Mov M1[11], Bh 
18 Mov Ax,B1 
Idiv byte ptr A1 
SubAx,C1 
Mov A1,ax 
MovAh,M1[11] 
Mov Bh,M1[4] 
Mov M1[7],Ah 
Mov M1[8], Bh 
19 Mov Ax,B1 
Imul C1 
Sub Ax,C1 
Mov B1,ax 
MovAh,M1[5] 
Mov Bh,M1[7] 
Mov M1[6],Ah 
Mov M1[11], Bh 
20 Mov Ax,B1 
Imul B1 
Sar Ax,3 
Mov B1,ax 
MovAh,M1[12] 
Mov Bh,M1[7] 
Mov M1[6],Ah 
Mov M1[4], Bh 
 
Контрольные вопросы 
1. Как можно использовать язык ассемблера при разработке про-
грамм? 
2. В каких случаях используется встроенный ассемблер? 
3. В чем преимущества и недостатки использования встроенного ас-
семблера? 
4. В каком случае весь модуль приложения разрабатывается с исполь-
зованием ассемблера? 
5. Что необходимо учитывать при разработке приложений с исполь-
зованием нескольких языков программирования? 
6. Для чего используется директива _asm? 
7. Различает ли транслятор большие и маленькие буквы при написа-
нии ассемблерных команд и объявлении переменных? 
8. Какими регистрами можно пользоваться на уровне языка ассембле-
ра в модулях С/С++ без предварительного сохранения? 
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9. Как создается проект с использованием модуля на языке ассембле-
ра? 
10. Какие настройки требуются для проекта с модулями на ассембле-
ре? 
11. Из каких частей состоит приложение? 
12. Какова структура ассемблерного модуля? 
13. С помощью каких директив выбирается набор команд модуля? 
14. Для чего используется директива установки модели памяти моду-
ля? 
15. Какая модель используется для приложений под операционную си-
стему Windows. 
16. С помощью каких директив задается область памяти приложения 
для хранения глобальных данных? 
17. Как объявляются глобальные переменные в ассемблере? 
18. Какой размер памяти можно выделить для хранения данных в оди-
ночной переменной? 
19. Для чего используется знак «?» при задании начального значения 
переменной? 
20. После какой директивы записываются команды процессора? 
21. Для чего служит директива END? 
22. Как осуществляется трансляция и построение приложения с ис-
пользованием модулей на языке ассемблера? 
23. Какие возможности для отладки приложений предоставляет систе-
ма программирования Visual Studio на уровне машинных команд? 
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2. ЛАБОРАТОРНАЯ РАБОТА 2 
Использование встроенного ассемблера при проектировании     
приложений 
 Цель работы: знакомство с технологией применения языка ассембле-
ра при разработке программного обеспечения на языках высокого уровня. 
2.1. Интерфейс Ассемблера и Си 
Для смешанного программирования на языке высокого уровня и ас-
семблере прекрасно подходит Си. Для объединения кода ассемблера и Си в 
нем предусмотрены: 
 встроенный ассемблер; 
 многомодульный проект. 
Создание проекта с использованием модулей С++ и ассемблера имеет 
ряд особенностей, связанных с выбором имен переменных и функций.  
Так как транслятор языка С++ имеет встроенный режим генерации 
имен (из-за поддержки перегрузки функций), связь модулей С++ и ассем-
блера выполняется обычно через функции Си. 
2.2. Встроенный ассемблер  
Средство встроенного ассемблера в Си обеспечивает быстрый и удоб-
ный способ для включения кода ассемблера непосредственно в функцию 
Си/С++ 
Вставка ассемблерных команд осуществляется с помощью директивы 
_asm. Например: 
_asm   mov eax, t 
Если требуется вставка нескольких команд, необходимо использовать 
блок (фигурные скобки): 
 _asm  
 {  mov eax, t 
  add h,eax 
} 
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При обращении к переменным и функциям следует использовать 
большие и маленькие буквы в соответствии с правилами языка Си. Большие 
и маленькие буквы в именах регистров и мнемонике команд не различают-
ся. 
2.3. Многомодульный проект 
Чтобы скомпоновать вместе модули Си и ассемблера, должны быть 
соблюдены следующие условия: 
 в модулях ассемблера должна использоваться схема наименования 
сегментов и модель памяти, совместимая с Си; 
 Си и ассемблер должны совместно использовать соответствующие 
функции и имена переменных в форме, необходимой для Си; 
 глобальные переменные, объявленные в модулях языка Си, должны 
иметь описание в ассемблерном модуле в сегменте данных (.DATA) с по-
мощью директивы EXTERN; 
 функции языка Си, вызов которых осуществляется из модулей ас-
семблера, должны иметь прототип или описание с помощью директивы 
EXTERN в сегменте кода (.CODE). 
2.3.1. Модели памяти и сегменты 
Чтобы функция ассемблера могла вызываться из Си, она должна ис-
пользовать ту же модель памяти, что и программа на языке Си, а также 
совместимый с Си сегмент кода. В настоящее время 32-разрядные прило-
жения используют модель FLAT – плоская модель. Для этой модели харак-
терны 32-разрядные указатели для переменных и 32-разрядные адреса для 
функций (дальний вызов). 
В директиве модели памяти для совместимости с языками высокого 
уровня можно использовать выбор языка – C, Pascal, Fortran, Prolog и др. 
Выбор языка устанавливает дисциплину объявления имен переменных и 
функций, а также определяет правила вызова и возврата из подпрограмм.  
Например, директива 
.model flat , C  
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устанавливает модель памяти FLAT, а также соглашения по именованию 
переменных и функций и правила передачи параметров подпрограммам и 
возврату результата из подпрограмм согласно правилам языка Си.   
2.3.2. Общедоступные и внешние переменные 
Следует иметь в виду, что транслятор языка Си добавляет к именам 
переменных и функций дополнительный символ «_».  При использовании 
встроенного ассемблера можно обращаться к переменным и функциям без 
указания этого дополнительного символа.  
Программы ассемблера могут вызывать функции Си и ссылаться на 
внешние переменные Си. Программы Си аналогичным образом могут вы-
зывать общедоступные (PUBLIC) функции ассемблера и обращаться к пе-
ременным ассемблера. 
В табл. 2.1 представлено соответствие между типами данных Си и ас-
семблера. Для доступа в модулях на языке ассемблера  к переменным, объ-
явленным в модулях на языке Си, используется директива EXTERN. Дирек-
тива размещается в области данных (.DATA). 
 
Таблица 2.1 – Соответствие типов данных 
Тип данных Си Тип ассемблера Примечание 
unsigned char  BYTE Символ 
char  BYTE -//- 
enum  WORD Перечислитель 
unsigned short WORD Короткое целое без знака 
short  WORD Короткое целое со знаком 
unsigned int DWORD Целое без знака 
int  DWORD Целое со знаком 
unsigned long  DWORD Длинное целое без знака 
long  DWORD Длинное целое со знаком 
float  DWORD Вещественное  
double  QWORD Вещественное двойной точности  
long double  TBYTE Расширенной точности 
far *  DWORD Дальний указатель 
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Директива EXTERN имеет синтаксис 
EXTERN имя : тип 
Имя переменной должно начинаться с символа «_». Тип выбирается в 
соответствии с табл. 2.1. Например, если переменные X,  y и zi были объяв-
лены как  short, int и int * соответственно, то для доступа к ним в модуле на 
языке ассемблер должно иметься описание: 
. MODEL FLAT,C 
.DATA 
EXTERN _Х : word 
EXTERN _y : dword 
EXTERN _zi : dword 
Для доступа в модулях на языке Си к переменным, объявленным в мо-
дулях на языке ассемблера, используется директива PUBLIC. Директива 
размещается в области данных (.DATA).  
Синтаксис директивы PUBLIC  
PUBLIC имя  , 
где имя – имя переменной.  
Например, если переменная RAB, Ob, Sec на языке ассемблера объяв-
лены размером DB, DW и DD соответственно, то в модуле на языке ассем-
блера будет иметься описание: 
. MODEL FLAT 
.DATA 
PUBLIC _RAB,_ Ob, _Sec 
_RAB  DB   ‘1’ 
_Ob    DW   23 
_Sec    DD    ? 
, а в модуле на языке С++  
extern "C" char   RAB; 
extern "C" short  Ob; 
extern "C" int      Sec; 
Использование директивы extern "C" требуется для отмены режима ге-
нерации имен для языка С++. 
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2.3.3. Функции и передача параметров в функцию 
Так как транслятор языка С++ имеет режим генерации имен, обраще-
ние к функциям С++ зачастую невозможно (если правила генерации имен 
не известны). В таких случаях используют переходник (дополнительная 
функция), поддерживающий соглашение языка Си (рис.2.1). 
 
 
Рисунок 2.1 – Организация вызова функций с использованием языка Си/С++ и ассемблера 
 
Для доступа в модулях на языке ассемблера  к функциям, объявлен-
ным в модулях на языке Си, используется директива EXTERN. Директива 
размещается в области кода (.CODE). 
Директива EXTERN имеет синтаксис 
EXTERN имя : тип 
Тип выбирается в соответствии с табл. 1.1 для указателей (near, far). 
Следует иметь в виду, что по умолчанию все функции языка С имеют тип 
FAR для 32-х разрядных и NEAR – для 16-ти разрядных предложений.  
Для доступа в модулях на языке Си к функциям, объявленным в моду-
лях на языке ассемблера, используется директива PUBLIC. Директива раз-
мещается в области кода (.CODE). 
Директива PUBLIC имеет синтаксис 
PUBLIC имя 
 
Функция С 
 
Функция ассемблера 
 
Функция С++ Функция С 
 
Функция ассемблера 
Модуль на языке С Модуль на языке ассемблера 
Модуль на языке С++ Модуль на языке ассемблера 
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В модуле на языке Си должен быть прототип функции, описывающий 
функцию как внешнюю. 
extern "C" int fib(int a); 
Тип возврата, а также количество и типы аргументов не проверяются. 
Вся ответственность за согласование параметров функции и возвращаемого 
значения возлагается на разработчика. 
Аналогично осуществляется взаимодействие при вызове подпрограмм 
ассемблера со стороны модулей языка Си (С++). 
2.3.4. Передача параметров 
Си передает функциям параметры через стек. Перед вызовом функции 
Си сначала заносят в стек передаваемые этой функции параметры, начиная 
с самого правого параметра и заканчивая левым. В Си вызов функции: 
Test(i, j, 1); 
компилируется в инструкции: 
mov eax,1 
push eax 
push  _j 
push _i 
call  _Test 
add esp,12   
где видно, что правый параметр (константа 1) заносится в стек первым, 
затем туда заносится параметр j и, наконец, i. 
При возврате из функции параметры, занесенные в стек, все еще нахо-
дятся там, но они больше не используются. Поэтому непосредственно после 
каждого вызова функции требуется установить в указателе стека значение, 
которое он имел перед занесением в стек параметров.  
В предыдущем примере три параметра (по четыре байта каждый) за-
нимают в стеке вместе 12 байт, поэтому команда add esp,12 добавляет зна-
чение 12 к указателю стека, чтобы отбросить параметры после обращения к 
функции Test. По соглашениям Си за удаление параметров из стека отвеча-
ет вызывающая программа. 
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Функции ассемблера могут обращаться к параметрам, передаваемым в 
стеке, относительно регистра BP (EBP). Например, предположим, что 
функция Test в предыдущем примере представляет собой следующую 
функцию на Ассемблере: 
DOSSEG 
.MODEL FLAT 
.CODE 
PUBLIC _Test 
_Test PROC 
   push ebp 
   mov  ebp,esp 
   mov  eax,[bp+4] ; получить параметр 1 
   add    eax,[bp+8] ; прибавить параметр 2 
   sub    eax,[bp+12] ; вычесть из суммы 3 
   pop   ebp 
   ret 
_Test ENDP 
Как можно видеть, функция Test получает передаваемые из программы 
на языке Си параметры через стек относительно ЕBP. 
На рис.2.2 показано, как выглядит стек перед выполнением первой ин-
струкции в функции Test: 
 
 …  
ESP + 12 1 Константа   1 
ESP + 8 4 Параметр    j 
ESP + 4   25 Параметр    i 
ESP --> Адрес возврата  
 …  
 
Рисунок 2.2 – Состояние стека перед выполнением первой команды функции Test 
 
Параметры функции Test представляют собой фиксированные адреса 
относительно ESP. Обычно для работы с параметрами используется регистр 
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EBP. Две команды функции осуществляют сохранение предыдущего значе-
ния регистра EBP и задание нового значения: 
push ebp 
mov  ebp,esp 
Значение регистра EBP при выполнении команд функции не изменяет-
ся. Смещения до области хранения значений параметров функции пред-
ставлены на рис. 2.3. 
 
 …  
EBP + 16 1 Константа   1 
EBP + 12 4 Параметр    j 
EBP + 8 25 Параметр    i 
 Адрес возврата  
EBP = ESP -> EBP Старое значение EBP 
 …  
 
Рисунок 2.3 – Состояние стека после инструкций PUSH и MOVE 
2.3.5. Возврат значений 
Вызываемые из программы на языке Си функции на ассемблере, так 
же, как и функции Си, могут возвращать значения. Значения функций воз-
вращаются в ресурсах процессора (представлено в табл. 2.2). 
 
Таблица 2.2 – Возращение значений из функций 
Тип возвращаемого значения Регистр  
unsigned char, сhar AL(AX) 
unsigned short, short, enum AX 
unsigned int, int EAX 
unsigned long long EAX 
Float регистр сопроцессора 80x87  ST(0) 
Double регистр сопроцессора 80x87 ST(0) 
long double регистр сопроцессора 80x87 ST(0) 
near* AX 
far* EAX 
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2.3.6. Сохранение регистров 
При взаимодействии ассемблера и Си функции ассемблера, вызывае-
мые из программы на языке Си, могут использовать любые регистры, но 
при этом они должны сохранять регистры EBP, ESP, CS, DS и SS. Содержи-
мое этих регистров можно изменять и/или использовать для промежуточ-
ных расчетов. Перед возвратом из вызываемой подпрограммы регистры 
EBP, ESP, CS, DS и SS должны иметь в точности такие значения, какие они 
имели при ее вызове. 
Регистры EAX, EBX, ECX, EDX, а также флаги могут произвольно из-
меняться. Содержимое этих регистров можно не сохранять.  
Регистры EDI и ESI представляют собой особый случай, так как в Си 
они могут использоваться для регистровых переменных. Если в модуле Си, 
из которого вызывается функция на ассемблере, использование регистро-
вых переменных разрешено, то содержимое регистров нужно сохранить.  
2.4. Пример разработки приложения 
Пусть необходимо разработать приложения для подсчета суммы 
𝑆 = ∑
√ln⁡(𝑥𝑖)
3
𝑖
𝑛
𝑘=0
  . 
Реализуем подсчёт суммы с использованием подпрограммы на языке 
ассемблера, а расчет элемента суммы – с помощью функции на языке С. 
Головной модуль будет написан с использованием языка С++. 
Схема вызовов подпрограммы ассемблера и функции С представлена 
на рис.2.4. 
 
Рисунок 2.4 – Схема вызовов модулей приложения 
Ввод данных x и n 
Вывод результата 
Подсчет 
суммы 
S=S+ri, i=1,n 
𝑟𝑖 =
√ln⁡(𝑥)
3
𝑖
 
Расчет элемента 
Головной 
модуль 
С++ 
Модуль 
ассемблера 
Модуль  С 
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Головной модуль 
#include <iostream> 
using namespace std;  
extern "C" float SumR(int k, float x); 
int main (int argc,char ** argv) 
{ 
 int n; 
 float x; 
 cout << "Input x ,n" << endl; 
 cin >> x >> n; 
 double R = 0.0; 
 R = SumR(n, x); 
 cout << "Result" << R << endl; 
 return 0; 
} 
Модуль ассемблера содержит функцию SumR. Функция имеет два па-
раметра – число элементов ряда и значение переменной х. Функция исполь-
зует две локальные статические переменные: SUM () и i_local (номер эле-
мента ряда). Регистр ЕСХ используется для организации цикла. Перед вы-
зовом функции fun_el содержимое регистра ЕСХ необходимо сохранить и 
восстановить после возврата.  
 
.586 
.MODEL fla,C 
.DATA 
SUM DD 0.0 
i_local DD 0 
.CODE 
extern fun_el:near  ; объявление внешней функции fun_el  
public SumR 
SumR  proc C 
push ebp 
mov ebp,esp 
mov i_local,1 
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mov ecx, dword ptr [ebp+8] 
@@for_i:     ; начало цикла 
push ecx 
push dword ptr [ebp + 12] 
push i_local 
call fun_el 
fld SUM 
add esp,8 
fadd 
pop  ecx 
inc   i_local 
fstp  SUM 
loop @@for_i   ; конец цикла 
fld SUM 
mov esp,ebp 
pop ebp 
ret 
SumR endp 
End 
Модуль на языке С содержит функцию для расчёта элемента ряда. 
Extern "C" float fun_el (int i, float z) 
{   float f; 
    f= powf ( log10f(z)/log10f(2.71828), 1.0f/3.0f ) / (float) i; 
return f;  } 
2.5. Порядок выполнения работы 
1. Сформировать проект консольного приложения с использованием 
модуля на основе языка ассемблера. 
2. Разработать основной модуль приложения. Основной модуль обес-
печивает ввод данных, вызов подпрограммы ассемблера и вывод результа-
та.  
3. Добавить в проект модуль на языке ассемблера. Разработать подпро-
грамму на языке ассемблера в соответствии с вариантом (табл.2.3). 
4. Добавить в проект модуль на языке Си. Разработать функцию на 
языке высокого уровня в соответствии с вариантом. 
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5. Обеспечить вызов подпрограммы ассемблера из основного модуля 
на языке С++. Основной модуль обеспечивает ввод данных и вывод резуль-
тата. 
6. Осуществить вызов функции языка Си из модуля ассемблера. 
7. Проверить работу приложения в режиме отладки. Записать содер-
жимое стека перед вызовом подпрограммы ассемблера и функции Си. 
8. Оформить отчет.  
Таблица 2.3 – Варианты заданий 
Вариант Функция языка Си Подпрограмма ассемблера 
1 Вычисление значения  
элемента ряда  
𝑎𝑘 =
𝑥−𝑘
sin⁡(𝑘𝑥)
 
Вычисление суммы ряда 
𝑧 = ∑𝑎𝑘
𝑛
𝑘=0
 
2 Вычисление значения  
функции  
𝑓(𝑥) =
cos(𝑥) + sin⁡(𝑥)
𝑒𝑥
 
Вычисление  max(𝑓(𝑥))  
x= –1 ÷ +2 
3 Вычисление значения  
функции  
𝑓(𝑥) = √tg⁡(𝑥)
3
 
Вычисление определенного 
интеграла 
𝑦 = ∫ 𝑓(𝑥)
1
0
 
4 Вычисление значения 
 функции  
𝑓(𝑥) =
tg(𝑥) + sin⁡(𝑥)
𝑒𝑥
 
Вычисление значений 
функции  
𝑦𝑖 = 𝑓(𝑥𝑖) 
на интервале 0 ÷ 1,шагом 0,1 
5 Вычисление значения 
 функции  
𝑓(𝑥) = lg⁡(|𝑐𝑜𝑥(𝑥) − sin(𝑥)|) 
Вычисление значений 
функции 
𝑦𝑖 = 𝑓(𝑥𝑖)⁡|⁡𝑖 = 1, 𝑛 
6 Вычисление значения  
элемента ряда  
𝑎𝑘 =
𝑥−𝑘
k! cos⁡(𝑥)
 
Вычисление суммы ряда 
𝑧 = ∑𝑎𝑘
𝑛
𝑘=0
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Продолжение таблицы 2.3 
Вариант Функция языка Си Подпрограмма ассемблера 
7 Вычисление значения  
функции  
𝑓(𝑥) =
tg(𝑥) + sin⁡(𝑥)
cos⁡(𝑥)
 
Вычисление  min(𝑓(𝑥))  
x= –1 ÷ +1 
8 Вычисление значения  
функции  
𝑓(𝑥) = √ln⁡(𝑥)
3
 
Вычисление определенного 
интеграла 
𝑦 = ∫ 𝑓(𝑥)
1
0
 
9 Вычисление значения 
 функции  
𝑓(𝑥) =
tg(𝑥) + sin⁡(𝑥)
𝑒𝑥
 
Вычисление значений 
функции  
𝑦𝑖 = 𝑓(𝑥𝑖) 
на интервале 0 ÷ 1 с шагом 
0,1 
10 Вычисление значения 
 функции  
𝑓(𝑥) = (|𝑐𝑡𝑔(𝑥) − sin(𝑥)|) 
Вычисление значений 
функции 
𝑦𝑖 = 𝑓(𝑥𝑖)⁡|⁡𝑖 = 1, 𝑛 
11 Вычисление значения  
элемента ряда  
𝑎𝑘 =
𝑥−1/𝑘
sin⁡(𝑥)
 
Вычисление суммы ряда 
𝑧 = ∑|𝑎𝑘|
𝑛
𝑘=0
 
12 Вычисление значения  
функции  
𝑓(𝑥) =
cos(𝑥) − 2 × sin⁡(𝑥)
𝑒𝑥
 
Вычисление  min(𝑓(𝑥))  
x= –1 ÷ +1, шаг 0,01 
13 Вычисление значения  
функции  
𝑓(𝑥) = √ctg⁡(𝑥)
3
 
Вычисление определенного 
интеграла 
𝑦 = ∫ |𝑓(𝑥)|
1
0
 
14 Вычисление значения 
 функции  
𝑓(𝑥) =
ctg(𝑥) + 𝑐𝑜𝑠⁡(𝑥)
𝑒𝑥
 
Вычисление значений 
функции  
𝑦𝑖 = 𝑓(𝑥𝑖) 
на интервале 0 ÷ 1,шаг 0,1 
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Окончание таблицы 2.3 
Вариант Функция языка Си Подпрограмма ассемблера 
15 Вычисление значения 
 функции  
𝑓(𝑥) = ln⁡(|𝑐𝑜𝑥(𝑥) + sin(𝑥)|) 
Вычисление значений 
функции 
𝑦𝑖 = 𝑓(𝑥𝑖)⁡|⁡𝑖 = 1, 𝑛 
16 Вычисление значения  
элемента ряда  
𝑎𝑘 =
𝑥−𝑘
k! cos⁡(𝑥)
 
Вычисление суммы ряда 
𝑧 = ∑|𝑎𝑘|
𝑛
𝑘=0
 
17 Вычисление значения  
функции  
𝑓(𝑥) =
ctg(𝑥) + sin⁡(𝑥)
sin⁡(𝑥)
 
Вычисление  min(𝑓(𝑥))  
x= –1 ÷ +1 
18 Вычисление значения  
функции  
𝑓(𝑥) = |√ln(𝑥)
3
| 
Вычисление определенного 
интеграла  
𝑦𝑖 = 𝑓(𝑥𝑖)⁡|⁡𝑖 = 1, 𝑛  
19 Вычисление значения 
 функции  
𝑓(𝑥) =
tg(𝑥) + sin⁡(𝑥)
𝑒𝑥
 
Вычисление значений 
функции  
𝑦𝑖 = 𝑓(𝑥𝑖) 
на интервале 0 ÷ 1,  шаг 0,1 
20 Вычисление значения 
 функции  
𝑓(𝑥) = (|𝑐𝑡𝑔(𝑥) + sin(𝑥)|) 
Вычисление значений 
функции 
𝑦 = ∫ 𝑓(𝑥)
1
0
 
 
Контрольные вопросы 
1. Какие существуют варианты включения команд ассемблера в текст 
программы на языке высокого уровня? 
2. С помощью какой директивы осуществляется вставка ассемблер-
ных команд? 
3. Как осуществляется вставка нескольких команд ассемблера в текст 
программы? 
4. Какие особенности создания проекта программы с использованием 
модулей на языке С и ассемблера? 
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5. Какая модель памяти используется в настоящее время при создании 
консольного 32-разрядного приложения в Visual Studio? 
6. Для чего используется директива EXTERN и PUBLIC при связыва-
нии модулей с использованием ассемблера? 
7. Что представляет собой модель памяти FLAT при разработке при-
ложения? 
8. Какие настройки транслятора ассемблера устанавливаются при за-
дании языка в директиве модели памяти? 
9. В чём особенность именования переменных и функций в языке Си? 
10. Как осуществляется передача параметров для функции на языке С 
(С++)? 
11. Какой тип данных ассемблера соответствует типу int языка Си? 
12. Каким образом осуществляется вызов функции С++ из ассемблер-
ного модуля? 
13. Как оформляется прототип функции ассемблера в модуле С++? 
14. Для чего используется регистр EBP в подпрограмме на языке ас-
семблера? 
15. Как осуществляется подсчёт смещений до значений параметров 
функции в ассемблерном модуле? 
16. Через какие ресурсы возвращается значение по соглашению языка 
С (С++)? 
17. Какими регистрами в ассемблерном модуле можно пользоваться 
без предварительного сохранения значения?  
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