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Abstract--A probabilistic algorithm for testing primality of a large integer "n" is introduced. The 
algorithm is then compiled and run on the Pascal programming language. 
If the algorithm determines n i composite, the result is always true. If it determines n i prime, the result 
has an error. The probability of error is very small and depends on the numbers of random integers used 
by the algorithm within the processing. 
1. INTRODUCTION 
For centuries mathematicians and recently computer scientists have tried to find a very fast and 
practical algorithm for testing primality (deciding whether an integer is prime or composite). 
A probabilistic algorithm has been introduced in Ref. [1]. The algorithm uses random integers 
in the testing process and it is very efficient and practical for testing the primality of very large 
numbers. 
Here, our implementation of algorithm is given in the Pascal programming language and then 
tested in different systems. The mathematical structure of the algorithm has been reflected through 
very efficient procedures. 
If the algorithm determines that n is composite, the result always is true. If it determines that 
n is prime, the result has an error, the probability of error is very small and it is less than 1/4 k, 
where k is the number of random integers to choose for processing. 
Definition 1.1 
Throughout this paper for any positive integer a and b, (a, b) defines the greatest common divisor 
(g.c.d.) of integer a and b, b la denotes b divides a. mod (a, b) defines integer emainder of a divided 
by b, thus MOD (a, b) ---- 0 if and only if b la. The following theorem is the basis for the algorithm. 
Theorem I. i  (Fermat) 
For a < n, ifn is a prime number and (a, n) = 1 then MOD (a n- t, n) = 1 or i fMOD (a n- l, n) # 1 
then n is composite. 
2. DEF IN IT ION 
Let n be a positive integer, an integer a is a witness to n [o~n(a)] if the following conditions are 
satisfied: 
(I) 1< =a<n;  
(II) test (1): mod (a n- l, n) ~ 1 
or 
test (2): 3i such that 2i[(n - 1) and 1 < (a tn- l)/2r _ 1, n) < n. 
If  n satisfies the above conditions for some a, then n is a composite. 
This definition has been shown in Ref. [2]. 
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Theorem 2.1 
I f  n > 4 composite then 
c [{a Iog,(a)}] >i 3/4, (n - 1), (1) 
where c (S) is the number of elements (cardinality) in the set S. 
By expression at least 3 /4 , (n  - 1) integers a between 1 and n are witness [i.e. a satisfies tests 
(1) or (2)] and thus at most 1/4,(n - 1) integers are not witness to n [i.e. a does not satisfy tests 
(1) and (2)]. Thereby the probabil ity that a not be witness is less than 1/4 [1]. 
3. ALGORITHM 
Given a positive integer n for testing primality, first we choose k random integers a t, a 2 . . . . .  ak, 
such that l ~< a~ < n. Then we decompose n - 1 in the following unique form: 
n - !  =2t ,m (m=odd) .  
Starting with testing at in test (1), if test (1) holds than n is composite and processing is stopped, 
if not, it is tested in test (2), if test (2) holds then n is composite and processing is stopped, otherwise 
the process is continued for testing a2, a3 and so on. If none of als are satisfied in tests (1) or (2) 
then n is a possibly prime. The probabil ity of error by theorem 2.1 is less than 1/4 k. 
Example 3.1 
In order to test integer n for primality, 50 random numbers between 1 and n are chosen. If  the 
algorithm determines n is prime, then the probabil ity of  error is less than 1/4k= 1/4s°= 1/2 l°° 
1/1033 which is very small. In order to test each ai --- a in test (1), first compute mod (a", n), mod 
(a 2", n) . . . . .  mod (a 2'" = a "-t, n). I f  mod (a "-I, n )4 :1  then by test (1) n is a composite. If  mod 
(a 2' ' ,  n) = 1, in which 1 ~< i < l the processing of  test (1) is stopped. Test (2) is being processed for 
testing a. In order to test a in test (2), [(a 2'", n) - 1, n] is computed for all 1 ~< i < 1. If  each g.c.d. 
is neither 1 nor n, then by test (2) n is composite. If none of  ais satisfy in test (1) or test (2) then 
n is prime and probabil ity of  error is less than 1/4 k. 
The algorithm (see opposite) includes the following procedures and functions: 
a- - funct ion power (x,y) computes x to exponent y; 
b- -procedure GetLM (n, m, l) computes I and m for n - 1 = 2l ,m, where m is an 
odd number; 
c- - funct ion ran generates a integer random number between 1 and n; 
d- - funct ion g.c.d. (x, n) computes the greatest common divisor x and n; 
e - -MOD (k, x, n) computes MOD (k x, n). If x is even, then MOD computes 
[MOD (k 2, n)] x = xd~v2. I fx  is odd, then it computes k * [MOD (k 2, n)] (x- ~)a~v2, then 
the process is repeated until x = 1. 
The following example shows how the MODY works. 
Case 1 (x is even) 
MOD(52°, 3) = MOD(22°, 3); since MOD (5, 3) = 2 
MOD(22°, 3) = MOD(22'°, 3) = MOD(4  ~°, 3) = MOD(1 t°, 3) = 1. 
Case 2 (x is odd) 
MOD (7'5, 4) = MOD (3 ts= '+  14, 4) = 3 ,  MOD (32.74) = 3 ,  MOD (97, 4) = 3 ,  M OD (17, 4) = 3. 
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TEST2 (L :REAL;M,N:~;VAR T2 :~;S~D:REAL)  ; 




K: =RAN (SEED,ND ; 
WHILE (NL <= L) ~ (T2=TBL~) DO 
BEGIN 
X :--PO~gR(2,NL) "14; 
A: =MODY (K,X,N~ ; 
G: =GCD (A-I,N3 ; 
IF ( G <> 1 ) AkD ( G <> ~ 
THD~ NL: =NL+I 
ELSE T2: =FALSE; 
mqD; 
END; ***************************************************************** 
TESTI(L:REAL;M,N:IN~SGER;VAR T1,T2:BOOLEAN;S~D:REAL) ; 
VAR Iiv#, NL, K, A, X: IITIEGER; 
BBSIN 
IEV:=I; 




K:=RAN (SEH),N~ ; 
~ ILE  (NL <= L) A~ (TI=TRJE) DO 
BEGIN 
X:=PO~(2,NL) *M; 
A: =MODY (K,X,N) ; 
I FA<> 1 
THEN NL: =NL+I 
ELSE T1: =FALSE; 
END; 




BEGIN (* MAIN *) 
T1 :=FALSE; 
T2 :=FALSE; 
I~_ADI/~ (N, S~D)  ; 
~(N,M,L )  ; 
TEST1 (L ,M, N, T1, T2, S~)) ; 
IF (T I~)  (~ (T2=T~) 
WRITEI/~ ( ' N=' ,N:10, ' IS COMPOSITE.') 
ELSE WRITEI/~( ' N =' ,N:I0, ' POSSIBLY IS PRD~. ' ) ; 
~D.  
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