Abstract-Feature diagrams are widely used to model software product line (SPL) variants. However, there is a lack of precisely defined formal notations for representing and verifying such models. Several proposals have been made in recent years to model product line features. In our earlier work we have presented a product line model to model and customize products from product specific features facilitating the very concept of reuse of common features throughout product family. However, no formal verification has been proposed for such product line model. This paper presents an approach to modeling and analyzing SPL model using semantic-web approach. We use OWL-DL to model the common and variant features in the SPL model. A reasoning tool is then used to verify the consistency of the feature configuration in the model. Such formal checking confirms and strengthens the variability model that has been presented in our earlier work. Besides, the OWL-DL representation also facilitates the search and maintenance of feature models and support knowledge sharing within a reusable engineering context.
I. INTRODUCTION
Designing, developing and maintaining a good software system is a challenging task still in this 21st century. The approach of reusing existing good solutions for developing any new application is now one of the central focuses of software engineers. Building software systems from previously developed components saves cost and time of redundant work, and improves the system and its maintainability. A new software development paradigm, software product line [1] , is emerging to produce multiple systems by reusing the common assets across the systems in the product line. However, the idea of product line is not new. In 1976 Parnas [2] proposed modularization criteria and information hiding for handling product line.
Core assets are the basis for software product line. The core assets often include the architecture, reusable software components, domain models, requirements statements, documentation and specifications, performance model, etc. Different product line members may differ in functional and non-functional requirements, design decisions, run-time architecture and interoperability (component structure, component invocation, synchronization, and data communication), platform, etc. The product line approach integrates two basic processes: the abstraction of the commonalities and variabilities of the products considered(development for reuse) and the derivation of product variants from these abstractions (development with reuse) [3] .
Common requirements among all family members are easy to handle and can be integrated into the family architecture and are part of every family member. But problem arises from the variant requirements among family members. Variants are usually modeled using feature diagram, inheritance, templates and other techniques. In comparison to analysis of a single system, modeling variants adds an extra level of complexity to the domain analysis. Different variants might have dependencies on each other. Tracing multiple occurrences of any variant and understanding their mutual dependencies are major challenges during domain modeling. While each step in modeling variants may be simple but problem arises when the volume of information grows. As a result, the impact of variant becomes ineffective on domain model. Therefore, product customization from the product line model becomes unclear and it undermines the very purpose of domain model.
In our earlier work [4] , we have presented a variability model to draw the common and variant features of a product line. In the variability model, a tabular based approach [5] has been used in conjunction with feature model to portray the reusable features of product line. The tabular mechanism also provides a decision table supporting product customization. However, the variability model lacks logic based formal definition. A formal verification of such variability model ensures a sound and consistent variability model facilitating a verified product customization mechanism.
To capture domain knowledge and common vocabularies in any field ontologies have shown itself an acceptable paradigm [6] . It is also necessary to process and exploit knowledge in a computer system. Among the various available approaches for knowledge representation, ontologies is a promising solution due to its ability to make the domain knowledge computer readable and processable. Besides, various inference algorithms and tools are available to infer new knowledge from the existing.
Semantic web technology provides a meaningful and shared ontological description of the domain. Web Ontology Language (OWL) [7] is one of the most expressive languages for specifying, publishing and sharing ontologies. OWL not only facilitates better machine interoperability than that of XML, RDF, RDFS etc. but also has formal semantics and support for defining additional vocabulary. Among the various available dialects, this paper uses OWL-DL which is based on Description Logic (DL) [8] . Description logic has already been successfully applied to solve various complex configuration problems [8] , [9] as well as to check consistency in UML diagrams [10] . This paper formally models and verifies our previously defined variability mode of SPL using semantic web mechanism, OWL-DL in particular. Semantic web mechanism integrates meaningful description and semantic information into SPL models. We use Proté gé [11] graphical interface for ontology editing and visually displaying both feature models and feature properties. RACER [12] tool is used to check the consistency of the OWL-DL ontology definitions and feature configurations. We illustrate the modeling by using a case study of "Hall Booking System" product family [4] .
The rest of the paper is organized as follows. Section II gives a brief overview of the Hall Booking System. Section III describes the product line model and its table based variant and decision model. We then illustrate the steps of how the common and variant features in the variability model are modeled by using OWL-DL in Section IV. Section V shows the automated analysis of OWL-DL representation of feature configurations. After outlining a brief review of related works in Section VI, we conclude the paper and outline our future plans in Section VII.
II. HALL BOOKING SYSTEM OVERVIEW
We use Hall Booking System family to illustrate our variability modeling mechanism. The system is used in academic institutions to reserve tutorial rooms and lecture halls, at companies to reserve meeting rooms, and at hotels to reserve rooms and conference facilities, etc. In another sense, the system can be used for either academic or non-academic purposes. Users can manage their own reservation with the system. The main purpose and the core functionality are similar across the Hall Booking System family; however, there are many variants on the basic theme. One of the basic variants is the charging of booking system. Whenever the system is used for academic purposes, no charge is needed for booking halls, whereas there may be a need to charge for booking halls in other areas. In some systems, there are facilities available for seasonal booking as well as multiple bookings. Our Hall Booking System default models include the following functional features:Make reservation, Modify reservation, Search/Retrieve reservation, Add a resource (Hall), Delete a resource (Hall), Modify a resource, Search/receive a Hall.
By using the extensions shown in [13] , a part of the features of Hall Booking System is shown in Fig. 1 . In developing product line, the variants are to be managedin domain engineering phase, which scopes the product lineand develops the means to rapidly produce the members ofthe family. It serves two distinct but related purposes, firstly,it can record decisions about the product as a whole includingidentifying the variants for each member and secondly, it cansupport application engineering by providing proper informationand mechanism for the required variants during productgeneration.
In our approach, we initially consider a domain modelwhich includes default domain view, a variant model andcustomization requirements. Default domain views describetypical system in a domain. Default domain views are thestarting point for understanding the scope of the product line,i.e., the range of systems in the domain we wish to consider.We draw a model to represent the variants of a product line.The model contains all the variant related information requiredfor customizing any product. After getting the requirementsfor any particular product of the product line, the productline model collects proper variant information from the variantmodel. A flexible variant configuration tool (FVC) interpretsthe variant model and customizes the default domain modelby adapting and customizing the default domain according tothe particular product requirements. variant is dependent. Usually, there are some complex dependencies among variants, and feature diagrams cannot represent them properly. We used the notations given in [7] . A partial variant table ofHall Booking system is depicted in Fig. 3. A decision table is then derived from the variant model. A small part of the decision table is given in Fig. 4 The variability model will guide the application engineer to properly choose the required variants very easily. Therefore, the overall product generation process will be faster and less erroneous.
IV. MODELING VARIANT MODEL USING OWL-DL
We have presented system family model using tabular method in earlier section. As it is not convenient to express all variant related information, a feature diagram can beaugmented with a table based variant model. Both feature diagram and tabular method can complement each other as well as both can be used alternatively. We present semantic web based ontological definitions of the feature diagram to give a formal definition to the variant model and decision table.
There are six types of feature relations available in a feature diagram. By using OWL-DL we model six types of relations, namely mandatory, optional, alternative, or, optional alternative and optional or. Two additional constraints: requires and excludes are also modeled.
First, OWL ontology is built for the nodes and edges in the feature diagram. After identifying the nodes of concepts and features in the feature tree, each node is modeled as an OWL class. Each class is defined as mutually disjoint. For each of these nodes we create a Rule class. There are two kinds of conditions in Rule class, firstly, a necessary and sufficient condition and secondly, a number of necessary constraints indicating various relationship between parent and child. In the final step of ontology definitions, an object property is created for each type of edges in the feature diagram. The Range of property is a class A ⊤ ⊑ ∃ ⋅ allValuesFrom/someValuesFrom restriction, giving the class that for every instance of this class that has instances of property P, all/some of the values of the property are members of the class A OWL syntax used in this paper is summarized in Table I . For a parent feature and for each of its child features 1 , 2 , . . . , the initial modeling produces the following ontology,
Now we are ready to model the feature relations using the ontology. Table II shows the OWL-DL representation of six types of features and two constraints of a feature model. 
V. FEATURE CONFIGURATION VERIFICATION
We input our ontology into Proté gé and use RACER [12] to check its consistency. For the initially encoded ontology, RACER checks for consistency and show that encoded definitions are consistent.
In feature modeling, an instance of a concept is a configuration derived from the feature model. In order to detect inconsistency in a configuration OWL classes are used, and features and concept instances are then simulated. When an instance is checked, the reasoner not only can check inconsistency but also shows which class/classes are inconsistent. We use an existential restriction for each feature included in the configuration. For each feature available in a feature diagram but not in its configuration, we use a ¬∃ . restriction to prevent the reasoning engine from inferring the existence of this feature in the configuration.
If an instance of a concept derived from a feature diagram with root concept and a set of features 1, 2, . . . , assuming that they appear in the configuration of and the features + 1, . . . , do not, the feature configuration can be modeled as follows, Let us consider a "requires" relation between the features "Discount" and "Block"from Reservation Mode. A part of the figure is shown in Fig. 5 where the "requires" relation is shown by using a dotted line from "Discount" to "Block".
Suppose the configuration containing a concept instance and some features for the feature diagram in Fig. 5 . We call the instance node the class . The feature "Block" requires "Discount", but in the instances if "Block" is not selected the reasoned tool shows the configuration is inconsistent.
VI. RELATED WORK Formal representation and verification of feature model is a challenging task. Various formal approaches have been adopted over the years for this purpose. Logic based reasoning has played a major role so far for checking various analysis operation [14] , [15] . Propositional and First-Order Logic (FOL) are being used in [16] - [20] to specify the features and their relationships and constraints. Automated tools [18] , [21] based on such logic are also been developed to automatically check feature consistency and valid configuration of feature in SPL.
While most approaches applied FOL, very few used semantic web and ontology to model and analyze feature model. Semantic web not only provide semantic foundation but also facilitates model creation, verification, integration and maintenance. Similar to our approach OWL-DL is also being used in [22, 23] to analyze feature diagram. Along with modeling feature using OWL-DL both of them proposed additional tool support to design feature models. Comparing to these approaches we not only use OWL-DL not check feature consistency, but also plan to check both domain and product level feature configurations to check the analysis operations suggested in [15] .
VII. CONCLUSION
Successful development of software system families requires appropriate organization and management of the products involved. A significant characteristic of developing system families is the management of common and variant features, a crucial success factor of system family approach. We presented a verification approach of product line model by using semantic web technology. OWL-DL is used to represent feature models and configuration in a concise and unambiguous way. Features are represented as OWL classes and relations as properties.
OWL ontologies provide a suitable platform for the development of semantically aware software product line allowing the knowledge within the feature model to be shared among the reusable features of the SPL. We presented our preliminary result of consistency checking using RACER. A through consistency checking is currently undergoing. The OWL-DL verification of the feature models of system family gives confidence of our previously defined variability model.
We have focused on the modeling and verification of only functional features of SPL. Non-functional requirements play a crucial role in successful software development. Our future plans include the incorporation of non-functional requirement with functional requirement of a SPL and extend our existing verification strategy to support both functional and non-functional features. We are also interested in web-services based product line management, the orchestration of their feature as well as their feature verification. Mr. Salah Uddin is currently working towards formal verification of web services composition. He is also interested in semantic web based requirement analysis of product line requirements.
