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Abstrakt
Cílem práce je analýza, návrh a implementace generátoru VHDL kódu z grafického popisu
automatu. Práce se skládá z více části, v nichž si čtenář postupně ozřejmí základní pro-
blematiku a získá potřebné teoretické znalosti z oblasti VHDL jazyka a automatů, hlavně
Mealyho a Mooreova automatů. Druhá část práce obsahuje návrh a implementaci jed-
noduchého editoru pro grafický popis automatu a popis specifických částí tohoto editoru
(lokalizace, historie změn). Editor byl implementován v jazyce Java a byla použita jeho
knihovna pro grafické rozhraní (Swing).
Abstract
The aim of the thesis is an analysis, a design and an implementation of the Vhdl code
generator from a graphical description of automaton. The thesis is composed of many
parts, which clarify the basic concept of the VHDL language and automatons, especially
Mealy’s and Moore’s ones, and helps a reader to acquire necessary theoretical knowledge
in this field. The second part includes the design and implementation of a simple editor for
graphical description of the automaton i.e. the parts description (localization, history of
changes). The editor was implemented in Java language and uses its library for graphical
interface. (Swing).
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VHDL, Automat, Mealyho automat, Moorov automat, Java, Navrhový vzor (Příkaz), ec-
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Kapitola 1
Úvod
V dnešnej dobe sa na každom kroku môžeme stretnúť s elektronickými zariadeniami, ob-
sahujúce integrované logické obvody, ktorých existenciu si mnoho ľudí ani neuvedomuje.
Príkladom týchto zariadení sú napríklad lekárske diagnostické zariadenia, mobilné telefóny
alebo dokonca aj jednoduché stroje vydávajúce MHD lístky.
Tieto systémy sa napriek nevedomosti ľudí o ich rozsiahlom využití stali symbolom novo-
dobého pokroku. Zároveň sa však stávajú čoraz zložitejšie a preto sa pre uľahčenie návrhu
a implementácie využívajú rôzne nástroje, ktoré nám tieto kroky zjednodušujú.
Príkladom je aj možnosť tvorenia kostry programov prostredníctvom UML editorov. Po-
dobné princípy môžeme uplatniť aj pri vývoji a popise hardvéru. Cieľom mojej bakalárskej
práce je vytvoriť takýto editor na generovanie VHDL kódu z grafického popisu konečného
automatu. Tento editor by mal poskytovať základnú funkčnosť potrebnú pre znázornenie
konečného stavového automatu.
Práca obsahuje základné teoretické informácie o FPGA obvodoch, syntaxi a sémantike
jazyka VHDL, Mealyho a Moorovych automatov a ich vlastnosti a hlavne samotný návrh
a implementáciu aplikácie.
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Kapitola 2
FPGA
Názov programovateľné hradlové polia[4][8] sú odvodené zo skratky FPGA (Field Progra-
mmable Gate Array). ide o špeciálne číslicové integrované obvody obsahujúce:
• 2D matice konfigurovateľných logických obvodov (CLB)
• Obvody pre riadenie hodinového signálu (DCM, PLL, apod.)
• Vstavané komponenty ako blokové pamäte a násobiče, PCIe, DSP bloky
Vďaka konfigurovateľným logickým blokom (CLB) je možné funkcionalitu modifikovať podľa
potrieb návrhára. Tieto bloky su prepojené pomocou špeciálnej programovateľnej prepá-
jajúcej matice (PSM). FPGA obvod poskytuje akýsi kompromis (vo flexibilite a výkone)
medzi procesormi, ktoré výkonovo nestačia na požiadavky špecifickejších aplikácii a ASIC
(špecifických zákazníckych obvodov), ktoré su špeciálne navrhnuté pre riešenie určitých pro-
blémov. Preto riešenie pomocou ASIC obvodov je výkonovo najlepšie, ale daný ASIC obvod
je špeciálne navrhnutý pre daný problém. FPGA má viaceré výhody oproti ASIC:
• je bežne dostupný komerčný produkt, jeho nastavenie vykonáva návrhár
• fyzický vzhľad nie je potrebný
• síce vysoká cena za jednotku, ale nízke náklady na vývoj
• krátka doba nasadenia
Pre návrh sa používajú jazyky na popis hardvéru (VHDL, Verilog). Najväčšími výrobcami
FPGA obvodov su firmy Xilinx a Altera, ktoré ovládajú až 85% trhu.
Využitie vo vysoko-náročných výpočtových algoritmoch (využitie paralelizmu):
• bioinformatika (zarovnanie sekvencií)
• siete (smerovanie, štatistiky)
• fyzikálne výpočty a simulácie
• spracovanie signálov (HD signály, kompresia)
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2.1 FPGA od Xilinx
Xilinx je americká firma, ktorá je najväčším výrobcom logických obvodov. Práve áato firma
je prvým výrobcom FPGA obvodov. FPGA prešli za tieto roky zmenami vo výkone, ve-
likosti, a pod. . Firma ponúka viacero radov FPGA obvodov s rozličnými vlastnosťami
(Virtex, Kintex, Artix, Zyng, Spartan, EasyPath).
Vybrané rady podľa pomeru cena/výkon/objem výroby:
Vysoký výkon, vyššia cena, malý objem výroby Virtex
Nižší výkon, veľmi nízka cena, veľký objem výroby Spartan
Kompromis medzi cenou a výkonom EasyPath
2.2 FPGA od Altera
Altera je taktiež americká firma sídliaca v Sillicon Valley, zaoberajúca sa výrobou FPGA
obvodov. Na trhu jej patrí druhé miesto po firme Xilinx. Taktiež vyrába viacero rodín týchto
obvodov napr. Stratix, Cyclone.
Séria Stratix je výnimočná svojou najlepšou priepustnosťou a počtom logických prvkov,
ktorý dosahuje vyše jedného milióna.
Rada Cyclone sa vyznačuje zas svojou najnižšou spotrebou. Ide o najlacnejšiu radu tejto
spoločnosti.
Vybrané rady podľa pomeru cena/výkon/objem výroby:
Vysoký výkon, vyššia cena, malý objem výroby Stratix
Nižší výkon, veľmi nízka cena, veľký objem výroby Cyclone
Kompromis medzi cenou a výkonom Arria
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Kapitola 3
Jazyk VHDL
3.1 Úvod do VHDL
Skratka VHDL[2] znamená VHSIC Hardware Description Language (v preklade jazyk na
popis hardvéru), kde VHSIC je skratka pre Very-High-Speed Integrated Circuit (v pre-
klade veľmi rýchle integrované obvody). Po vysvetlení skratiek už z názvu zrejmé, na čo
je jazyk VHDL používaný. Jazyk VHDL bol navrhnutý pre popis štruktúry a chovania
elektronických systémov. Používa sa predovšetkým na návrh hardvéru, syntézu a simuláciu
integrovaných obvodov, napr. programovateľných hradlových polí (CLPD, FPGA) alebo
špecifických zákazníckych obvodov (ASIC).
Jazyk VHDL sa začal vyvíjať začiatkom 90. rokov minulého storočia americkým minis-
terstvom obrany. Prvý oficiálny štandard od IEEE (Institute of Electrical and Electronics
Engineers - líder vo vývoji priemyselných štandardov) vyšiel v roku 1987. Odvtedy prešiel
viacerými zmenami až do dnešnej podoby, ktorej základné rysy si popíšeme v ďalších kapi-
tolách.
3.2 Základne prvky
V jazyku VHDL je každý logický obvod reprezentovaný ako objekt (komponent), ktorý sa
skladá z dvoch základných stavebných jednotiek, a to popisu rozhrania a jedného alebo
viacerých popisov architektúry.
3.2.1 Popis rozhrania
Popis rozhrania definuje rozhranie daného komponentu s okolím ako vstupno/výstupné
jednotky, ktoré popisujú iba vstupy a výstupy daného komponentu (nie jeho funkcionalitu).
Tieto jednotky sú nazývané porty. Port má nasledujúce módy:
• IN– vstupný dátový tok, vstupný pin
• OUT– výstupný dátový tok, výstupný pin
• BUFFER– výstupný dátový tok so spätnou väzbou
• INOUT– vstupno/výstupný dátový tok, využíva sa pri zberniciach
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Pre navrhovaný a implementovaný generátor VHDL kódu nás budú ďalej zaujímať iba
módy IN a OUT.
3.2.2 Popis architektúry
Na špecifikáciu chovania alebo štruktúry daného komponentu nám slúži druhý typ stavebnej
jednotky, čiže popis architektúry. Tento popis je úzko spätý s popisom rozhrania. Kompo-
nent môže byť architektúrou popísaný buď priamo, alebo pomocou popisu architektúry
jednoduchších komponentov, ktoré vznikli dekompozíciou nadradeného komponentu. Popis
architektúry môžeme vytvoriť pomocou troch základných prístupov alebo ich kombináciou.
Základné prístupy popisu architektúry sú:
• štrukturálny popis– popisuje komponent pomocou množiny prepojených subkom-
ponentov
• behaviorálny popis– špecifikuje správanie komponentu, skladá sa z jedného alebo
viacerých procesov[6]
• dataflow popis– modeluje komponent prostredníctvom dátového toku
V navrhovanom a implementovanom generátore VHDL kódu bol použitý behaviorálny
popis.
3.3 Behaviorálny popis
Popisuje architektúru daného komponentu pomocou jeho chovania. Cieľom je popísať zmenu
výstupných signálov v závislosti na zmene vstupných signálov. Toto sa môže diať bez známej
hardvérovej realizácie. Základným prvkom behaviorálneho popisu je proces. Behaviorálny
popis môže obsahovať jeden alebo viacero procesov, ktoré medzi sebou komunikujú pomocou
signálov.
3.3.1 Signál
Signál v logickej štruktúre reprezentuje register alebo jednoduchý vodič v obvode a vytvára
spojenie medzi jednotlivými logickými časťami. Ide o objekt uchovávajúci zoznam hodnôt,
ktoré sa postupom času na vodiči objavujú a v behaviorálnom popise architektúry slúži na
komunikáciu medzi procesmi. Signál nemôže byť deklarovaný vo vnútri procesu, preto jeho
deklarácia je súčasťou popisu rozhrania komponentu.
V behaviorálnom popise k priradeniu hodnoty signálu dochádza až pri pozastavení pro-
cesu, preto pri viacnásobnom priradení vo vnútri procesu bude výsledná hodnota signálu
rovná hodnote posledného priraďovacieho príkazu. Ostatné priradené hodnoty budú igno-
rované a na výstupnom vodiči sa neprejavia.
Existuje viacero logických typov signálu. Nás budu zaujímať nasledovné:
• bit– signál nadobúda iba logickú 0 alebo 1, reprezentuje jednoduchý vodič
• std logic vector– reprezentuje register/zbernicu
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3.3.2 Proces
Je základná stavebná jednotka behaviorálneho popisu komponentu. Proces ako celok je chá-
paný ako paralelná jednotka, avšak príkazy vo vnútri procesu su interpretované sekvenčne.
Proces môže popisovať chovanie celého komponentu alebo len jej časti. Skladá sa z troch
dôležitých častí a to sensitivity listu , deklaračnej časti a časti pre sekvenčné príkazy.
• sensitivity list procesu obsahuje zoznam signálov, pri ktorých zmene dôjde k spus-
teniu procesu a vypočítavaniu nových hodnôt signálov.
• deklaračná časť je vyhradená pre deklaráciu konštánt, typov a premenných použí-
vaných vo vnútri procesu.
• sekvenčné príkazy samotný algoritmus, ktorý popisuje chovanie komponentu a vy-
počítava hodnoty výstupných signálov na základe hodnôt vstupných signálov. Obsa-
huje klasické podmieňovacie, cyklické alebo priraďovacie príkazy.
3.4 Syntéza
Je automatická transformácia medzi rôznymi úrovňami popisu. Ide o zjemnenie popisu s
cieľom vylepšiť parametre zadané užívateľom (napr. rýchlosť, spotreba, rozmery). Z VHDL
popisu dostávame syntézou net-list (grafická schéma reprezentujúca štrukturálny model)
prvkov cieľovej technológie (napr. FPGA). Syntéza dokáže pracovať iba s istou podmnožinu
jazyka VHDL (syntetizovatelné VHDL).
3.4.1 Syntetizovatelné šablóny
V dôsledku problému pri syntéze niektorých komponentov vznikli šablóny, ktoré zaručujú
rozpoznanie komponentov syntézou. Pokrývajú základné prvky z úrovne RT a takto vznikla
aj šablóna pre automaty. Tvoria ju tri základne časti. Register pre uloženie aktuálneho
stavu, kombinačná logika nasledujúceho stavu, kombinačná logika pre generovanie výstupu.
Každá táto jedná časť je v behaviorálnom popise reprezentovaná ako samostatný proces.
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Kapitola 4
Konečný automat
Konečný automat[5] A je formálne definovaný ako usporiadaná pätica A = (Q,Σ, δ, s, F )
kde:
• Q - je konečná množina stavov automatu
• Σ - je konečná neprázdna množina vstupných symbolov, nazývaná abeceda. Abecedu,
ktorá sa skladá iba z dvoch symbolov (0 a 1) tak ako v našom prípade, nazývame
binárna abeceda
• δ - je prechodová funkcia, ktorá definuje pravidlá prechodov medzi stavmi automatu.
S × Σ→ 2S
• s - je počiatočný stav automatu, s ∈ S
• F - je množina koncových stavov prijatých automatom, kde F ⊆ S
Konečný automat je teoreticky výpočtový stroj. Používa sa najmä pri štúdiu formálnych
jazykov. V praxi býva využívaný najmä v prekladačoch, konkrétne lexikálnych analyzá-
toroch. Ide o výpočtový stroj, ktorý na základe vstupu prechádza do rôznych stavov. V
teoretickej informatike sa konečný automat vykonávajúci prevod zo vstupnej do výstupnej
abecedy nazýva konečný prevodník (transducer). Na základe generovania výstupu rozdeľu-
jeme konečné automaty na dva typy Mealyho a Moorov automat. Mealyho alebo Moorov
automat je konkrétna implementácia tohto automatu.
Tieto dva typy ďalej môžeme rozdeliť na jednoduché alebo komplexné, podľa počtu sig-
nálov prechodovej alebo výstupnej funkcie. Jednoduchý automat obsahuje iba jeden vstup
a jeden výstup. Komplexný automat môže mať viacero vstupov a taktiež viacero výstupov.
4.1 Mealyho automat
Mealyho automat je definovaný ako usporiadaná sedmina (Q,Σ,Λ, δ, G, s, F ) kde
• Q - je konečná množina stavov automatu
• Σ - je konečná neprázdna množina vstupných symbolov,
• Λ - je konečná neprázdna množina výstupných symbolov
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• δ - je prechodová funkcia, ktorá definuje pravidla prechodov medzi stavmi automatu.S×
Σ→ S
• G - je výstupná funkcia, ktorá definuje výstupné hodnoty automatu. S × Σ→ Λ
• s - je počiatočný stav, s ∈ S
• F - je množina koncových stavov, F ⊆ S
Mealyho automat je konečný automat, ktorého výstup je závislý na hodnote vstupného
signálu a zároveň aj na aktuálnom stave. Výstup automatu je generovaný iba raz a to pri
zmene vstupného signálu.
4.2 Moorov Automat
Moorov automat je definovaný ako usporiadaná sedmina (Q,Σ,Λ, δ, G, s, F ) kde
• Q - je konečná množina stavov automatu
• Σ - je konečná neprázdna množina vstupných symbolov
• Λ - je konečná neprázdna množina výstupných symbolov
• δ - je prechodová funkcia, ktorá definuje pravidla prechodov medzi stavmi automatu.
S × Σ→ S
• G - je výstupná funkcia, ktorá definuje výstupné hodnoty automatu. S → Λ
• s - je počiatočný stav, s ∈ S
• F - je množina koncových stavov, kde F ⊆ S
Narozdiel od Mealyho automatu je Moorov automat konečný automat, ktorého výstup
je závislý len na aktuálnom stave automatu. Moorov automat obsahuje meškanie oproti
Mealyho automatu lebo zmena na vstupe sa prejaví na výstupe až v nasledujúcom stave.
4.3 Grafické zobrazenie automatu
Na grafické zobrazenie automatu sa využíva stavový diagram, ktorý je vlastne orientovaný
graf, kde vrcholy grafu reprezentujú stavy automatu. Orientované hrany grafu reprezentujú
prechody medzi jednotlivými stavmi, ktoré sú určené prechodovou funkciou δ.
Na určenie špeciálnych vlastností sa používajú rozličné notácie. Pre začiatočný stav to
môže byť zvýraznenie uzlu hrubou čiarou alebo jednoduchá šípka smerujúca k tomuto uzlu,
ktorá je využitá v nami vytváranej aplikácii. Pre rozpoznanie koncového stavu je v našej
aplikácii použité zobrazenie pomocou dvojitého kruhu. V ďalších podkapitolách si popíšeme
zobrazenie špecifické pre jednotlive typy automatov.
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4.3.1 Mealyho automat
V grafickom zobrazení Mealyho automatu je nad každú hranu grafu pridaná prechodová
funkcia, ktorá znázorňuje hodnoty vstupu, pri ktorých prechádza do ďalšieho stavu, odde-
lené lomítkom od výstupnej funkcie, ktorá popisuje hodnoty výstupu pri tomto prechode.
Obrázek 4.1: Grafické znázornenie Mealyho automatu
4.3.2 Moorov automat
Uzol grafu reprezentujúci stav je rozšírený o výstupnú funkciu, ktorá popisuje hodnoty
výstupu v tomto stave. Každá výstupná funkcia vlastne kopíruje stav automatu. Nad hra-
nou prechodu sa narozdiel od Mealyho automatu zobrazuje len prechodová funkcia, ktorá
znázorňuje hodnoty vstupu, pri ktorých prechádza do nasledovného stavu.
Obrázek 4.2: Grafické znázornenie Moorovho automatu
4.4 Vlastnosti automatov
Pre formálny popis vlastnosti automatov je potrebné definovať si nasledujúce pojmy.
• ε-prechod - je taký prechod pa→ q, kde a = ε (ε-prázdny reťazec)
• konfigurácia automatu- je taký reťazec χ ∈ QΣ∗
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4.4.1 Determinovanosť
Konečný automat je deterministický v prípade, ak su splnené nasledovné dve podmienky.
1. Automat neobsahuje žiadné ε-prechody, automat je bez prechodov ε pokiaľ pre každé
pravidlo pa→ q ∈ R, kde p, q ∈ Q platí a ∈ Σ(a 6= ε)
2. Ak z každej konfigurácie sa môže automat dostať maximálne do jednej ďalšej kon-
figurácie. Automat je deterministický, ak pre každé pa → q ∈ R platí, že množina
R− {pa→ q} neobsahuje žiadne pravidlo s ľavou stranou pa
Z každého konečného automatu môžeme vytvoriť deterministický konečný automat od-
stránením ε-prechodov a odstránením nedeterminizmu (napr. zlúčením niektorých stavov).
4.4.2 Nedostupne stavy
Stav q ∈ Q je dostupný, ak existuje taký vstupný reťazec s, ktorým sa dostaneme zo
začiatočného stavu s do stavu q ∈ Q. Ak takýto reťazec neexistuje daný stav q ∈ Q
označíme ako nedostupný. Každý nedostupný stav môžeme odstrániť, pretože v automate
nemá žiaden význam.
4.4.3 Neukončujúce stavy
Stav q ∈ Q je ukončujúci, ak existuje vstupný reťazec, ktorým sa dostaneme zo stavu q ∈ Q
do nejakého stavu, ktorý patrí do množiny koncových stavov F . V opačnom prípade je stav
q neukončujúci a takýto stav je možné odstrániť.
4.4.4 Dobre špecifikovaný konečný automat
Je taký konečný automat, ktorý je deterministický, neobsahuje nedostupné stavy a obsahuje
maximálne jeden neukončujúci stav.
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Kapitola 5
Existujúce nástroje
Na generovanie VHDL kódu z grafického popisu automatu existuje v súčasnosti viacero
riešení. Sú to nasledovné aplikácie, ktoré su spomenuté v tejto kapitole.
5.1 State CAD
Aplikácia je od samotných výrobcov FPGA obvodov Xilinx a nazýva sa State CAD (v
najnovšej verzii Xilinx ISE sa už táto aplikácia nenachádza). Aplikácia je graficky podobná
našej aplikácii.
Obrázek 5.1: State CAD
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5.2 Active-HDL
Druhá aplikácia je od firmy Aldec. Táto aplikácia ma názov Active-HDL. Je pokročilejší
nástroj, ktorý poskytuje generovanie nielen jednoduchých vystupovať, ale generovať zo
stavov aj chovanie.
Obrázek 5.2: Active-HDL
5.3 Simulink
Nakoniec spomenieme ešte jednu aplikáciu.Touto aplikáciou je Simulink, ktorá je obsi-
ahnutá v baličku MATLAB. Aplikácia dokáže vytvárať návrhy nielen konečných automatov,
ale aj rôznych logických obvodov.
14
Kapitola 6
Návrh aplikácie
Návrh aplikácie, hlavne jej grafické užívateľské prostredie, prechádzalo počas vývoja ra-
dikálnymi zmenami z dôvodu najlepšej užívateľskej prívetivosti a použiteľnosti. Návrh sa
dostal až do finálnej podoby, ktorá je popísaná v nasledujúcej kapitole. Kapitola obsahuje
aj najdôležitejšie časti prvotného návrhu, ktoré boli neskôr pozmenené.
6.1 Editor
Základom aplikácie sa stal editor pre vytvorenie grafického popisu automatu. Tento editor
sa skladá z viacerých dôležitejších častí, ktorých rozloženie bolo inšpirované rozložením,
ktoré je osvedčené a využíva sa vo väčšine súčasných aplikácii.
Obrázek 6.1: Mockup návrhu editora
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Horná časť obsahuje klasické rozbalovacie menu s rôznymi prvkami funkcionality od vy-
tvorenia automatu, cez jeho uloženie, export, operácii histórie až po generovanie VHDL
kódu alebo nastavenie lokalizácie. Pod týmto menu sa bude nachádzať panel obsahujúci
tlačidlá pre rýchly prístup k funkcionalite menu položiek, ako aj tlačidla určujúce chovanie
editora pri vykresľovaní na plátno.
Ďalšou časťou hlavného okna editora je ľavý panel obsahujúci ďalšie dva podpanely. Táto
časť si prešla počas vývoja najväčšími zmenami. V prvotnom návrhu obsahoval vrchný
podpanel hierarchicky strom práve otvorených súborov, naposledy otvorených súborov a
najčastejšie otvorených súborov. Po pripomienkach viacerých užívateľov na zbytočné zob-
razovanie posledných otvorených a najčastejšie otvorených súborov bol tento podpanel zru-
šený a použitý na iné účely. Na zobrazenie aktuálnych otvorených súborov boli preto použité
záložky, medzi ktorými je možné prepínať, kde každá záložka obsahuje jeden otvorený sú-
bor. Vrchný podpanel po odstránení tohto stromu našiel využitie na pridávanie, zmeny a
mazanie výstupov stavov (Moorovho automatu) a výstupy prechodov (Mealyho automa-
tov). Po tomto sa logicky začal spodný podpanel využívať na pridanie, zmenu a mazanie
vstupných signálov prechodov pre automaty.
Týmto sme sa dostali k návrhu prioritnej časti editora, ktorou je plátno. Plátno zaberá
najväčšiu časť editora a na toto plátno sa bude vykreslovať orientovaný graf, popísaný
vyššie v kapitole (4.3), slúžiaci na grafické znázornenie automatu.
6.2 Späť/dopredu
Všetky súčasné editory počítajú s tým, že užívateľ je iba človek a robí chyby. Aby mu
pomohli s napravovaním týchto chyb ponúkajú možnosť vrátiť zmeny, ktoré spravil späť.
Tento editor nechce zaostávať za súčasným trendom, preto pri návrhu došlo k zabudovaniu
späť/dopredu funkcionality.
Na tieto operácie poslúži vytvorený návrhový vzor Command Pattern[1] a zabudovaná
podpora v knižnici Swing v jazyku Java. V našom prípade su preto všetky editačné ak-
cie napr. vytváranie stavov, prechodov alebo ich upráva realizované ako riadiace objekty.
Program tak môže uchovávať zásobník všetkých vykonaných operácii a pri požiadavke od
užívateľa na návrat jednoducho vyberie zo zásobníka poslednú vykonanú akciu a vykoná
jej späť/dopredu operáciu.
6.2.1 Command Pattern
Úmysel
Odtienenie klienta od procesu spracovania jeho požiadavky. Klient iba definuje požiadavku,
ale nezaujíma ho spôsob a čas vykonania požiadavky.
Motivácia
V tomto prípade vykonanie príkazov nezávisle na čase a podpora pre vykonávanie operácie
späť.
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UML diagram
Obrázek 6.2: UML návrhového vzoru príkaz
Účastníci
• Command– deklaruje rozhranie pre vykonanie operácie
• ConcreteCommand(AddStateCommand, . . . )– definuje väzby medzi objektom triedy
Receiver a akcie, implementuje Execute vyvolaním príslušnej operácie v Receiver
• Client(Aplikácia)– vytvára a ConcreteCommand objekt a nastavuje jeho Receiver
• Invoker(HistoryInvoker)– žiada príkaz na vykonanie požiadavky
• Receiver(Editor)– vie ako vykonať operácie, spojené s vykonávaním požiadavky.
Každá trieda môže slúžiť ako Receiver.
Spolupráca
• Klient vytvorí konkrétny príkaz (Command) a špecifikuje jeho prijímač
• Invoker objekt uloží tento konkrétny objekt
• Invoker zavolá metódu Execute daného objektu Command. Ak implementuje operáciu
späť, tak uloží stav pred vykonaním operácie.
• ConcreteCommand vyvolá operácie na obsluhu požiadavky
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6.3 Lokalizácia
Ďalšou dôležitou súčasťou aplikácie je podpora lokalizácie, čiže jazykovej podpory pre iné
krajiny. Aplikácia je navrhnutá tak aby pridávanie každého nového jazyka bola, čo najľahšia
a nevyžadovala rozsiahle zmeny v aplikácii. Pre pridanie nového jazyka stačí vytvoriť pro-
perties súbor s prekladom do daného jazyka a pridanie samotného jazyka do konfiguračného
súboru pre podporu v nastaveniach aplikácie.
6.4 Reprezentácia automatu
Samotný automat bude reprezentovaný triedou Machine, ktorá bude mať viacero vlastností
vyplývajúcich z definície konečného automatu, napríklad začiatočný stav, koncové stavy.
Z tejto triedy bude následne vygenerovaný VHDL kód podľa šablóny pre konečné auto-
maty popísanej nižšie (6.7). Ďalej táto trieda bude obsahovať množiny objektov tried State
a Transition reprezentujúcich stavy a prechody medzi nimi, ktoré budu vykresľované na
plátno.
Triedy State a Transition budu uchovávať ďalšie potrebné informácie o konečnom auto-
mate. A to zoznam vstupných a výstupných signálov s ich hodnotami. Trieda State bude
ďalej obsahovať informácie potrebné (napr. súradnice) pre vykreslenie na plátno. Trieda
Transition informácie potrebné na vykreslenie odvodí zo stavov ktoré spája.
6.5 Uloženie automatu
Konečný automat reprezentovaný triedou Machine bude pomocou voľne dostupnej knižnice
deserializovaný a uložený v externom súbore vo formáte XML.
6.6 Export
Kvôli možnej potrebe vkladania grafického znázornenia automatu do dokumentácii, štúdij-
ných materiálov alebo kvôli ďalšiemu využitiu je v aplikácii pridaná funkcionalita pre export
vykresleného plátna do formátu png ako aj vektorového formátu eps. Aplikácia tiež pod-
poruje priame vytlačenie plátna so stavovým diagramom automatu.
6.7 Generovanie VHDL kódu
Ako bolo popísane v kapitole o VHDL (3.2) popis komponentu je tvorený dvoma hlavnými
časťami a to popisom rozhrania a popisom architektúry. V nasledujúcej kapitole si ukážeme
syntax týchto popisov použitých v šablónach[7].
6.7.1 Generovanie popisu rozhrania
Pre každý komponent je nutné vygenerovať najskôr popis rozhrania, ktorému predchádza
import použitých knižníc. Samotný popis rozhrania je uvedený kľúčovým slovom (entity).
Celý blok kódu vyzerá nasledovne:
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entity {nazov_komponentu} is
port(
CLK: in std_logic;
RESET : in std_logic;
--input signals
{meno_vstupu1} : std_logic;
{meno_vstupu2} : std_logic;
--output_signals
{meno_vystupu1}: in std_logic;
{meno_vystupu2}: in std_logic;
);
end entity fsm;
6.7.2 Generovanie popisu architektúry
Po vygenerovaní popisu rozhrania je potrebné vygenerovať popis architektúry behaviorál-
nym popisom. Šablóna záčina nasledujúcim kódom:
architecture behavioral of {názov komponentu} is
nasledovaný deklaračnou časťou behaviorálneho popisu.
Generovanie deklarácie
Deklaračná časť obsahuje definíciu výpočtového typu state a deklaráciu premenných pstate
a nstate
Obrázek 6.3: Časť šablóny pre deklaračnú časť
Generovanie logiky pre súčasný stav
Proces present state je časť šablóny. Tento proces uchováva aktuálny stav automatu a
obsahuje register s asynchrónnym vynulovaním. Tento proces je zhodný pre Mealyho aj
Moorov automat.
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Obrázek 6.4: Proces uchovávajúci aktuálny stav automatu
Generovanie logiky pre nasledujúci stav
Proces next state logic je ďalšia časť šablóny, obsahujúca kombinačnú logiku, ktorá
určuje na základe vstupu nasledujúci stav. Tento proces je taktiež zhodný pre Mealyho
aj Moorov automat.
Obrázek 6.5: Kombinačná logika pre nasledujúci stav automatu
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Generovanie logiky pre výstup automatu
Proces pre kombinačnú logiku, ktorá sa stará o generovanie výstupu automatu. Tento proces
obsahuje zásadný rozdiel medzi Mealyho a Moorovym automatom. Sensitivity list u procesu
pre generovanie výstupu Mealyho automatu musí narozdiel od procesu pre generovanie
výstupu Moorovho automatu obsahovať nielen signál pstate ale aj všetky vstupné signály.
Preto som v mojej aplikácii tento proces rozložil ešte na 2 procesy a to mealy output logic
na generovanie Mealyho výstupov a moore output logic na generovanie Moorovych vý-
stupov.
Obrázek 6.6: Proces pre generovanie výstupu Moorovho automatu
Obrázek 6.7: Proces pre generovanie výstupu Mealyho automatu
6.8 Ďalšie vlastnosti aplikácie
Aplikácia by mala byť schopná kontrolovať špeciálne vlastnosti automatov ako je determi-
novanosť, nedostupné a neukončujúce stavy. Podľa vybraných tlačidiel sa tieto vlastnosti
graficky zvýraznia na plátne. Farba pozadia ikon a samotné ikony týchto tlačidiel boli zvo-
lené tak, aby korešpondovali s použitými farbami na zvýraznenie jednotlivých vlastnosti
automatu.
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6.8.1 Nedeterminovanosť
Na znázornenie nedeterminovanosti som zvolil zvýraznenie prechodov červenou farbou. Zvý-
raznenie su iba prechody, ktoré nespĺňajú podmienky determinovanosti. Za ikonu bol zvo-
lený stav, z ktorého vychádzajú dva rovnaké prechody do ďalšieho stavu.
6.8.2 Nedostupné stavy
Na zvýraznenie nedostupných stavov som zvolil šedú farbu stavov. Šedá farba bola zvolená z
dôvodu významu nedostupnosti vo viacerých sférach života. Ikonu reprezentuje samostatný
stav, z ktorého prechody iba vychádzajú.
6.8.3 Neukončujúce stavy
Neukončujúci stav je graficky zobrazený modrou farbou. Ikona ma taktiež vzhľad samo-
statného stavu, ale narozdiel od ikony nedostupného stavu, prechody do tohto stavu iba
vchádzajú.
6.9 Implementačný jazyk
Ako implementačný jazyk bol zvolený jazyk Java, vďaka jeho rozšírenosti a mojej znalosti
tohto jazyka. Pre kreslenie na plátno a obsluhu udalostí boli využité knižnice jazyka Java
(Swing a AWT).
Aplikácia bola z počiatku vyvíjaná vo vývojovom prostredí NetBeans, ktoré poskytuje
podporu pre grafické rozloženie komponentov a automatické generovanie kódu tohto roz-
loženia. Neskôr sa táto výhoda ukázala ako obmedzujúca z dôvodu obmedzenej voľnosti pri
upravovaní rozmiestnenia a správania týchto komponentov. Preto som prešiel na vývoj vo
vývojom prostredí Eclipse.
22
Kapitola 7
Implementácia
V nasledujúcej kapitole budu popísane bližšie dôležitejšie implementačné detaily, na ktorých
je postavená táto aplikácia. V aplikácii je snaha o dodržovanie pravidiel čistého kódu.[3]
7.1 Kreslenie na plátno
Plátno je reprezentované triedou Canvas, ktorá je odvodená od triedy JFrame z balíka kniž-
nice Swing. Trieda prepisuje metódu paint triedy JFrame a stará sa o samotné kreslenie au-
tomatu. Táto trieda reaguje na udalosti vyvolané myšou, a to MouseMoved, MousePressed,
MouseDragged, MouseReleased a podľa zakliknutého tlačidla (objekt triedy JToggleButton)
vykresluje stavy, prechody alebo označuje začiatočný, koncový stav.
7.1.1 Kreslenie stavov
O kreslenie stavov sa stará funkcia drawState. Keďže Swing kreslí kruh do štvorca s dĺžkou
strany rovnajúcej sa priemeru, kde ľavý horný vrchol ma relatívne súradnice [x súradnica
kliknutia,y súradnica kliknutia] bolo potrebné pridať posunutie proti smeru osi x, y aby
stred stavu bol na súradniciach kliknutia myšou.
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Obrázek 7.1: Posunutie stavu
7.1.2 Kreslenie prechodov
O kreslenie prechodov sa stará funkcia drawTransition. Súradnice na kreslenie su odvodené
zo súradníc stavov, ktoré spája. Avšak tieto súradnice treba tiež prepočítať a posunúť
začiatok aj koniec hrany, aby nespájala stredy stavov, ale ich okraje. Následne je vykreslená
šípka na konci hrany v správnom smere.
7.2 Kreslenie vstupov a výstupov automatu
Najzložitejšia časť pri vykresľovaní bolo zobrazenie vstupov a výstupov automatu, keďže
veľkosť stavov a dĺžka hrán ma svoje obmedzenia.
7.2.1 Vstupy a výstupy Mealyho automatu
Pri implementácii zobrazenia vstupov a výstupov bola potrebná transformácia plátna, keďže
hrana grafu môže byť naklonená pod rôznymi uhlami podľa umiestnenia jej vrcholov. Boli
použité dve transformácie a to posunutie do stredu hrany a rotácia o uhol zvierajúci prechod
s osou x. Dĺžka reťazca (vstup + výstup) je obmedzená na 80% dĺžky hrany. Pri prekročení
sú ďalšie vstupy alebo výstupy nahradené troma bodkami. Reálna dĺžka tohto reťazca v
pixeloch je vypočítaná pomocou triedy FontMetrics
7.2.2 Výstupy Moorovho automatu
Hodnoty a názvy výstupov su zobrazované vo vnútri stavu, jeden riadok obsahuje ma-
ximálny možný počet výstupov na základe vypočítania reálnej dĺžky reťazca v pixeloch
24
pomocou triedyFontMetrics. Stav obsahuje maximálne päť riadkov, ak stav obsahuje viac
vstupov ako sa zmestí na týchto päť riadkov, ďalšie výstupy su nahradené troma bodkami.
7.3 Zatváranie upravovaných automatov
Každý upravovaný automat je vykresľovaný v samostatnej záložke triedy JTabbedPane.
Tieto záložky reagujú na udalosť kliknutia ľavého tlačidla myši a vyvolajú dialóg na uloženie
automatu ak bol zmenený. Po potvrdení je záložka odobraná.
7.4 Export
Aplikácia poskytuje export grafického znázornenia automatu do rastrového formátu PNG.
Tento export je veľmi jednoduchý, keďže na plátno sa obrázky vykresľujú rastrovo. Plátno
stačí iba uložiť ako obrázok do súboru s formátom .png. Aplikácia taktiež umožňuje export
pre profesionálnejšie použitie do vektorového formátu EPS. Pre tento export je potrebne
rastrové plátno previesť na vektorovú podobu. O to sa stará knižnica tretej strany Vec-
tor2DGraphics
7.5 Tlač
Funkcionalita tlače vytlačí celé plátno na jednu stránku papiera, ak sú rozmery plátna
väčšie ako rozmery papiera. Je plátno určené na tlač zmenšené v pomere:
velkost papiera
velkost platna
7.6 Určenie nedeterministických prechodov
Na kontrolu determinovanosti automatu slúži funkcia getNondeterminismTransitions,
ktorá vráti zoznam všetkých nedeterministických prechodov, ktoré sú získané nasledovne.
Algoritmus prechádza všetky prechody každého stavu a do výsledného zoznamu najskôr
vloží ε-prechody (prechody bez vstupov). Nasledovne porovná všetky prechody daného
stavu po dvojiciach medzi sebou a spraví prienik ich vstupov (mien s hodnotami). V prípade,
ak sa tento prienik rovná niektorému z týchto dvoch porovnávaných stavov, sú oba prechody
pridané do výsledného zoznamu nedeterministických prechodov.
7.7 Problémy pri zmene veľkosti a posune okna aplikácie
Pri implementácii som narazil na jeden špecificky problém, ktorý sa nakoniec nepodarilo
ani vyriešiť. Pri zmene veľkosti alebo polohe hlavného okna aplikácie, dochádza k automa-
tickému prekresleniu plátna, kde sa vykreslenie vstupov a výstupov prechodu zobrazí na
nesprávnom mieste.
Toto chovanie je nepochopiteľné nakoľko pri vykresľovaní sa vôbec nepočíta s veľkosťou
plátna a jeho počiatočné súradnice sa nemenia. Avšak umiestnenie stavov a prechodov je
v poriadku. Po dôkladnom preskúmaní problému bolo usúdené, že ide o vnútorné chovanie
Javy.
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Kapitola 8
Testovanie
Aby sme zistili, či má aplikácia vôbec význam, je potrebné otestovať aké výhody dosahuje
automatické vygenerovanie VHDL kódu oproti ručnej implementácii navrhovaných auto-
matov. Tieto dva postupy budu porovnané z hľadiska času zabraného tvorbou, zabraných
zdrojov FPGA.
8.1 Porovnanie ručného a automatického generovania
Na porovnanie použijeme dva automaty. Jeden automat bude jednoduchší, použijeme au-
tomat z kapitoly 4.2. Druhý automat bude zložitejší a bude obsahovať viacero stavov,
prechodov, výstupov a vstupov.
8.1.1 Jednoduchý automat
Ide o Moorov automat obsahujúci iba tri stavy. Pri jednoduchších automatoch niekedy nie
je potrebné si kresliť stavový diagram pre automat. Napriek tomu bude pravdepodobne
rýchlejšie generovanie automatu prostredníctvom aplikácie.
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Obrázek 8.1: Jednoduchý automat vyexportovaný našou aplikáciu
Ručne implementovaný kód Aplikáciou generovaný kód
Čas tvorby 8 minút 3 minúty
Zabrané zdroje FPGA
cells 10 11
I/O porty 4 4
nets 14 17
Záver
Vidíme že neprítomnosť optimalizácie pri generovaní jednoduchého automatu nemá veľký
vplyv a oba automaty zaberajú približne rovnaký počet zdrojov na FPGA.
8.1.2 Zložitejší automat
Ide o zložitejší automat, ktorý sa skladá zo šiestich stavov, medzi ktorými je viacero precho-
dov s výstupmi. Pri ručnej implementácii zložitejších automatov je potrebné si tiež nakresliť
stavový diagram, čo dáva výhodu našej aplikácii.
Predpoklad je, že pri zložitejších automatoch VHDL kód, generovaný aplikáciou, zaberie
viac zdrojov FPGA obvodu, keďže neobsahuje žiadne optimalizácie pri generovaní.
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Obrázek 8.2: Zložitejší automat vyexportovaný našou aplikáciou
Ručne implementovaný kód Aplikáciou generovaný kód
Čas tvorby 30 minút 5 minút
Zabrané zdroje FPGA
cells 41 37
I/O porty 7 7
nets 46 42
8.1.3 Záver
Nepotvrdil sa predpoklad, že z hľadiska zabraných zdrojov FPGA, bude VHDL kód vyge-
nerovaný aplikáciou na tom horšie ako ručne implementovaný automat, keďže nástroje na
syntézu VHDL kódu vykonávajú vlastnú optimalizáciu.
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Kapitola 9
Záver
V rámci bakalárskej prace som sa zameral na návrh riešenia editoru so základnými funkciami
(história zmien, jazykové verzie) s veľkou mierou modularity, ktorá poskytne v budúcnosti
jednoduché pridávanie nových vlastnosti. Myslím, že aplikácia obsahuje viacero častí ako
históriu zmien, lokalizáciu, znázornenie špeciálnych vlastnosti automatov, ktoré môžu po-
skytnúť inšpiráciu ďalším programátorom pri tvorbe ich aplikácii.
Pri návrhu tohto editoru a riešení problémov boli získané nemalé znalosti z oblasti VHDL
jazyka, konečných automatov ako aj ich vlastností. Bližšie boli osvojené základy návrhu
grafického užívateľského rozhrania, prace s vývojovými prostrediami NetBeans a Eclipse.
Vďaka implementácii v jazyku JAVA boli nadobudnuté praktické skúsenosti a nove vedo-
mosti pri používaní návrhových vzorov.
Do budúcnosti sa naskytujú veľké možnosti vylepšenia stávajúceho riešenia o viacero
rozšírení. Najväčšiu príležitosť vidím v rozšírení editoru o generovanie kódu, nielen pre
jazyk VHDL ale aj iné často používané jazyky(napr. C,Java). Ďalšia možnosť na vylepšenie
sa naskytuje v pridaní novej funkcionality editoru, ktorá spríjemni prácu pri vytváraní
automatov alebo poskytne riešenia netypických problémov.
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Příloha A
Obsah CD
• Zdrojové kódy aplikácie
• Zdrojové kódy technickej správy v LATEX-u
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