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v
vi Vsebina
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Seznam uporabljenih kratic
V pričujočem zaključnem delu so uporabljene naslednje kratice:
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FBX Filmbox format za shranjevanje 3D
datotek, ki omogoča inte-
roperabilnost med različnimi
programi




LOD Level Of Detail Nivo podrobnosti








RGB Red Green Blue Rdeča zelena modra
SSAO Screen Space Ambient
Occlusion
Ambientno zastiranje na za-
slonskem prostoru
USB Universal Serial Bus Univerzalno serijsko vodilo
VST Virtual Studio Technology Virtualna studijska tehnolo-
gija
Povzetek
V diplomskem delu smo raziskali področje 3D računalnǐske grafike in orodja,
ki jih pri tem uporabljamo. Spoznali smo postopek izdelave 3D pokrajine za
video igre. Zanimalo nas je tudi, kako lahko izdelano pokrajino na zanimiv način
predstavimo gledalcu.
Modelirali smo 3D objekte in jim dodali teksture. Oblikovali smo 3D pokra-
jino, vanjo postavili objekte in dodali sisteme delcev. Objekte smo optimizirali
za hitreǰse delovanje. Nato smo posneli več kadrov pokrajine, ki smo jih preko
zgodbe povezali v video. Zvok, ki spremlja video, smo posneli zvok v MIDI zapisu.
Opisali smo tudi teoretično ozadje uporabljenih postopkov.





In the thesis we have researched the field of 3D computer graphics and the
software used in it. We explored the process of creating a 3D landscape for video
games. We also focused on how the presentation of the created landscape in an
engaging way.
We modeled 3D objects and applied textures to them. We designed a 3D
landscape and added objects to it as well as the particles systems. We have
optimised the objects for better performance. Then we have recorded multiple
clips and assembled them to make a video. We also recorded the sound, which
accompanies the video, in MIDI format. Finally, we described the theoretical
background of the whole process.





Danes nam področje računalnǐske grafike nudi orodja in tehnike, s katerimi
dosežemo fotorealistične rezultate. Uporabljamo jo pri industrijskem oblikova-
nju, vizualizaciji medicinskih pripomočkov in postopkov, virtualni resničnosti,
zabavni industriji ...
Raziskati želimo področje video iger in povezati tehnologijo z umetnostjo.
Ker je tematika obsežna, se bomo osredotočili na en del – izdelavo 3D pokrajine
za video igro. Zanima nas celoten postopek, od modeliranja do upodabljanja.
Spoznati želimo tudi teoretično ozadje in način, kako se tehnike razvijajo. Nato
želimo pokrajino predstaviti tako, da bo privlačna gledalcu.
V diplomskem delu bomo poskušali ustvariti in upodobiti čim bolj realistično
3D pokrajino. Modelirali bomo 3D objekte, ki jih bomo postavili v pokrajino, jim
dodali teksture in materiale in ugotavljali, kako lahko osvetlimo pokrajino. Do-
dali bomo sisteme delcev, ki bodo simulirali naravne pojave. Raziskovali bomo,
kako optimizirati delovanje. Nato se bomo ukvarjali s predstavitvijo pokrajine,
za kar bomo uporabili medij videa. Načrtovali bomo zgodbo, kadriranje izsekov
pokrajine, montažo planov in potovanje kamere. Vse to bomo posneli in zmonti-
rali v video. Video bo dopolnjevala avtorska glasba, ki jo bomo posneli v MIDI
formatu z uporabo klaviature.
Poglavja so urejena kronološko glede na potek celotnega postopka. V vsakem
poglavju bomo problem najprej teoretično predstavili, nato pa opisali, kako smo





World Machine je orodje za generiranje 3D terena [1]. Od tradicionalnih metod
se razlikuje v tem, da ne uporablja čopičev, ampak deluje proceduralno. Najprej
modelira pokrajino s pomočjo fraktalnega šuma, kot sta Perlinov šum ali Voronoi
in nato teren s simuliranjem naravnih učinkov spremeni v realistično pokrajino.
Omogoča uporabo različnih vrst erozije, skiciranje rek in hribov ter dodajanje
tekstur.
2.2 Blender
Blender je brezplačno odprto programsko orodje za 3D modeliranje, animacijo,
vizualne učinke, upodabljanje, urejanje videov in izdelovanje računalnǐskih iger
[2]. Ima vgrajen jezik Python, s katerim lahko prilagajamo že narejena orodja.
Deluje na večini operacijskih sistemov. Za upodabljanje uporablja Cycles




2.3 Unreal Engine 4
Unreal Engine je pogon, ki ga je razvilo podjetje Epic Games [3]. Prvotno je
bil usmerjen v izdelavo prvoosebnih strelskih iger, a se je uspešno uveljavil tudi
v razvoju drugih žanrov. Uporablja programski jezik C++, hkrati pa omogoča
uporabo vizualnega skriptiranja s pomočjo Blueprintov. Omogoča tudi fizikalno
osnovano upodabljanje materialov, dinamične sence in fotorealističen videz.
2.4 Adobe After Effects
Adobe After Effects je orodje za izdelavo digitalnih vizualnih učinkov, grafike in
kompozicije, ki ga je razvilo podjetje Adobe Systems in ga uporabljamo v post-
produkciji postopka izdelave filma in televizijske produkcije [4]. Uporabljamo ga
tudi za sledenje in animacijo.
2.5 Adobe Premiere Pro
Adobe Premiere Pro je program, namenjen urejanju videov, ki ga je razvilo pod-
jetje Adobe Systems [5].
2.6 Studio One 2
Studio One je digitalna zvočna delovna postaja, ki jo uporabljamo za snemanje,
ustvarjanje in mešanje glasbe ter ostalih zvokov [6]. Razvilo jo je podjetje PreSo-
nus in je dostopno za Windows in macOS. Omogoča nam tudi uporabo VST-jev,
vtičnikov, ki integrirajo sintetizatorje zvoka in zvočne učinke v zvočno postajo .
3 Geometrija
3D modeliranje je postopek razvoja površja ali modela v treh dimenzijah. Točke
so v 3D prostoru med seboj povezane z geometrijskimi telesi, kot so trikotniki,
črte ali površja, in skupaj tvorijo 3D model. Program Blender nam omogoča
različne načine 3D modeliranja [2].
3.1 Poligoni
3D predmete lahko predstavimo s poligoni [7]. Najprimerneǰsi in najpogosteje
uporabljani so trikotniki, saj so planarni in konveksni. Vsak poligon je sestavljen
iz oglǐsč (vertices), robov (edges) in ploskev (faces). Oglǐsča so točke v 3D pro-
storu, v katerih so shranjene informacije o barvah in normalah - vektorjih, ki so
pravokotni na oglǐsče in jih uporabljamo pri računanju osvetlitve. Rob povezuje
dve oglǐsči. Ploskve so površina med robovi in so lahko obojestranske . Poli-
gonalni modeli so enostavni za upodabljanje. Njihove ploskve lahko delimo na
manǰse, a z njimi lahko le aproksimiramo ukrivljeno površje.
V Blenderju modeliranje začnemo z osnovnimi geometrijskimi telesi, kot so
kocka, cilinder ali krogla, nato pa jih postopoma spreminjamo v bolj zapletene
oblike. To dosežemo tako, da jih delimo na manǰse ploskve in spreminjamo položaj
posameznih oglǐsč ali njihovih skupin. Na tak način smo modelirali deblo bam-
busa (Slika 3.1 ), travo in listje na nekaterih drevesih.
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Slika 3.1: Modeliranje bambusovega debla v Blenderju pričnemo s krogom, ki ga
podalǰsamo v valj. Površje delimo na več manǰsih ploskev, nato pa ploskve v zgornjem
delu (na sliki desno) skraǰsamo in razširimo, da dobimo obroč. Več valjev zaporedno
povežemo v deblo [8].
3.2 Krivulje
3D Predmete lahko oblikujemo tudi s parametričnimi krivuljami, ki so predsta-
vljene z matematičnimi funkcijami [9]. Z njimi dosežemo gladkost, ki s poligoni ni
mogoča. Za shranjevanje potrebujejo manj prostora, vendar njihovo upodablja-
nje zahteva več časa. Obliko in položaj krivulj določimo s kontrolnimi točkami
pi, ki so v resnici vektorji. Vpliv i-te kontrolne točke za podan t na krivuljo
določa njena mešalna (bazična) funkcija Bi(t). Ker želimo, da kontrolna točka
vpliva predvsem na svojo okolico, izberemo tako mešalno funkcijo, ki ima le na
majhnem intervalu vrednosti, različne od 0. S kontrolnimi točkami tako aproksi-
miramo krivuljo. Red krivulje določa število kontrolnih točk, ki vplivajo nanjo,
matematično pa je predstavljena s polinomom, ki je eno stopnjo nižji od reda
krivulje. V praksi največkrat uporabljamo kubične polinome. Za računanje kri-
vulj vǐsjih redov potrebujemo več časa, poleg tega pa jih težje nadzorujemo. Zato
za upodabljanje dalǰsih krivulj raje kombiniramo krivulje nižjih stopenj, ki jim
pravimo zlepki. Njihova zveznost je odvisna od števila skupnih odvodov na stikih.
NURBS ali neenakomerni racionalni B zlepek je v računalnǐski grafiki ena
3.3 Izvoz modelov 11







V enačbi k predstavlja število kontrolnih točk pi, n je red krivulje, w pa so
uteži, ki so dodane kontrolnim točkam in določajo njihov vpliv na krivuljo. V
imenovalcu je faktor normalizacije, ki preverja, ali je vsota uteži enaka 1. NURBS
je posplošitev Bezierjevih in B-zlepkov. Krivulja leži v celoti znotraj konveksne
ovojnice, zapǐsemo jo s homogenimi koordinatami in je afino invariantna, kar
pomeni, da dobimo enak rezultat, če transformiramo krivuljo ali njene kontrolne
točke.
V Blenderju smo za oblikovanje stebla praproti uporabili NURBS path, ki je
sestavljena iz petih kontrolnih točk, kot lahko vidimo na sliki 3.2. Najprej smo
jo določili kot polno (fill mode → full), nato smo ji spremenili želeno debelino
in povečali resolucijo, da smo dobili gladkeǰso palico. Za določanje pojemanja
debeline (taper) palice smo dodali novo NURBS path, ki je postala taper objekt.
S premikanjem te druge palice smo vplivali na debelino preǰsnje. S pomočjo
kontrolnih točk smo nato krivuljo poljubno oblikovali.
3.3 Izvoz modelov
Objekte, ki smo jih oblikovali v Blenderju, smo uvozili v Unreal Engine 4, kjer
smo jih uporabili v 3D pokrajini. Za izvoz smo uporabili format FBX. Programa
uporabljata različno orientacijo koordinatnega sistema in velikost merskih enot,
zato se lahko zgodi, da je izvožen model skaliran ali rotiran drugače, kot je bil
prej. Poleg tega pri izvozu iz Blenderja koordinatno izhodǐsče scene postane
koordinatno izhodǐsče izvoženega objekta, zato je priporočeno, da objekt pred
izvozom postavimo na koordinatno izhodǐsče.
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Slika 3.2: Krivuljo NURBS path v Blenderju poljubno oblikujemo s pomočjo kontrol-
nih točk in ji določimo pojemanje debeline. Na krivuljo dodamo liste in iz več krivulj
ustvarimo praprot [8].
4 Generiranje
Modeliranje nam vzame veliko časa, zato za ustvarjanje pogosto uporabljenih
oblik raje uporabljamo programe, ki jih generirajo avtomatično.
4.1 Generiranje pokrajine
Unreal Engine 4 nam omogoča modeliranje osnovne elevacije pokrajine, ki jo nato
kot vǐsinsko sliko uvozimo v programe za generiranje 3D terena. Vǐsinska slika je
bitna črno-bela slika, na kateri so shranjeni le podatki o različnih vǐsinah terena.
Z orodjem World Machine lahko nato iz te slike generiramo teren, ki mu dodamo
naravne pojave, kot je erozija [1](Slika 4.1 ).
4.2 Generiranje dreves
Z orodjem Blender lahko generiramo realistična drevesa (Slika 4.2 ). Sledi opis ce-
lotnega postopka. Spremenljivke, ki jih uporabljamo, so dejansko spremenljivke,
ki jih uporablja program. Drevo ločimo na deblo in liste [10]. Deblo je ozka,
skoraj stožčasta cev, skozi katero poteka z os drevesa. Vsaka veja ima tudi svoj
relativni koordinatni sistem, njihova z os pa je pravokotna na z os materinske
veje.
Deblo in veje so razdeljeni na več segmentov, katerih število določimo z
nCurveRes. Ukrivljenost drevesa določimo s kotom nCurve in sicer je z os tre-
nutnega segmenta od z osi preǰsnjega segmenta rotirana za nCurve/nCurveRes
13
14 Generiranje
Slika 4.1: Uvoženi pokrajini dodamo učinek erozije. Razlika je komaj opazna zaradi
nizke resolucije, ki jo omogoča brezplačna verzija programa World Machine [8].
stopinj okoli x osi. Dodatno lahko določimo še kot nCurveBack in za
nCurveBack/(nCurveRes/2) ukrivimo zgornjo polovico drevesa. Tako dobimo S
obliko. Za večji realizem lahko določimo še variacijo kota, nCurveV , in z izrazom
nCurveV/nCurveRes dodamo še naključno rotacijo debla.
Možno je tudi kloniranje debla in vej na več enakih delov, kot je razvidno
na sliki 4.3. Frekvenca razcepa je določena z nSegSplits, običajno med 0 in 1,
kjer 1 predstavlja deljenje na vsakem segmentu. Število novo nastalih klonov tako
določimo z (nSegSplits+1)nCurveRes−1. Posebej pa lahko z nBaseSplits vplivamo
na število debel, ki se razcepijo na koncu prvega segmenta, kot je vidno na sliki
4.3. Določimo tudi kot, pod katerim se klon loči od z osi preǰsnjega segmenta, in
njegovo varianco:
anglesplit = (nSplitAngle± nSplitAngleV )− declination
kjer declination predstavlja kot med vejo in z osjo drevesa.
Drevesom, ki jih generiramo na tak način, manjka raznolikosti, saj so razcepi
zelo enakomerno razporejeni. Zato ustvarimo otroke – veje, ki so en rekurzivni
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Slika 4.2: Drevesa smo generirali v programu Blender. V meniju med drugim izberemo
resolucijo, obliko drevesa in velikost. Na desni je drevo, ki smo ga ustvarili [8].
nivo pod nivojem preǰsnjih vej – staršev. Čeprav se atributi otrok razlikujejo od
starševskih atributov, so nekateri izmed teh atributov definirani relativno glede
na starševske. nBranches določa število otrok, ki jih na določenem rekurzivnem
nivoju razporedimo po njegovi celotni dolžini. Dolžino otrok na prvem nivoju
določimo z:
lengthchild = lengthtrunk · lengthchild,max·
ShapeRatio((Shape, (lengthtrunk − offsetchild)/(lengthtrunk − lengthbase))
v naslednjih nivojih pa z:
lengthchild = lengthchild,max ∗ ·(lengthparent − 0.6 · offsetchild)
pri čemer lengthchild,max določimo z nLength+nLengthV , ki je del dolžine njego-
vega starša, offsetchild je pozicija otroka na starševi dolžini v metrih, ShapeRatio
je razmerje med dolžinami vej, ki je določeno za različne oblike drevesa (na pri-
mer cilindrična ali hemisferična), lengthbase pa je dolžina spodnjega dela debla
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Slika 4.3: Vidimo lahko razliko pri deljenju vej med nBaseSplits in nSegSplits. Na
prvi sliki se razdeli le deblo na prvem segmentu, na drugi pa vse veje na vsakem se-
gmentu. nSplitAngle je kot med z osjo novega segmenta in z osjo preǰsnjega segmenta.
brez vej, ki jo dobimo z BaseSize · scale ± scaleV (scale določa velikost dre-
vesa, scaleV pa njeno varianco). Ker deblo nima starševske veje, njegovo dolžino
določimo z:
lengthtrunk = (Length± LengthV ) · (scale± scaleV )
Kot nDownAngle določa, koliko so z osi otrok okoli x osi rotirane stran od z osi
staršev.
Premer vsake veje, razen glavnega debla, je definiran kot funkcija premera
njene materinske veje:
radiustrunk = lengthtrunk ∗Ratio ∗ Scale
radiuschild = radiusparent ∗ (lengthchild/lengthparent)
RatioPower
Ratio je debelina celotnega drevesa, Scale je velikost premera debla, PowerRatio
pa je razmerje med debelino trenutne veje in njene materinske veje. Radij vsake
veje je eksplicitno omejen z dolžino materinske veje.
Vejo lahko na enem koncu zožamo (taper) – določimo vrednost med 0 in 1,
pri čemer 1 zoži vejo v točko.
Zadnji nivo drevesa predstavljajo listi. Določimo jim velikost LeafScale, kot
nDownAngle, pod katerim list zraste iz veje, in kot nRotate, ki pove, za koliko je
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nov list obrnjen stran od preǰsnjega lista. Obema parametroma dodamo varianco
za večji realizem. Določimo tudi število listov, vendar je njihova gostota odvisna
od dolžine starševske veje glede na maksimalno dolžino starševske veje. Negativno
število postavi liste le na konce vej, s čimer lahko modeliramo palmo. Listi so
lahko v obliki pravokotnikov, heksagonov ali pa izberemo poljuben objekt, ki jih
predstavlja.
Na opisan način smo ustvarili večino dreves in grmovja (Slika 4.4 ), ki smo jih
nato izvozili v Unreal Engine 4.
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Slika 4.4: Drevesa s teksturami [8].
5 Osvetljevanje in senčenje
Osvetljevanje je postopek računanja osvetlitve neke površine, senčenje pa nam
pove, kako to površino izrisati [11].
Da bi lahko videli 3D sceno in predmete v njej, moramo vanjo postaviti luči.
Osvetljevanje v računalnǐski grafiki je zahteven postopek, pri katerem bolj ali
manj natančno simuliramo fizikalne pojave. Nekatere od njih bomo predstavili v
nadaljevanju.
Ko se svetlobni žarki dotaknejo površja, se od njega odbijejo ali pa se lomijo
[12, 13]. Odbojni kot je enak vpadnemu kotu, kar lahko vidimo pri gladkih
površinah, na primer zrcalu. Zato tak odboj imenujemo zrcalni odboj. Kadar
pa so površja hrapava, pride svetloba do vsakega delca površja pod drugačnim
kotom in se tako tudi odbije. Ker se svetloba enakomerno odbija v vse smeri, to
imenujemo razpršeni odboj. Mnogo materialov, ki se na prvi pogled zdijo gladki,
je v resnici na površju mikro hrapavih. Tako dobimo svetleč, a zamegljen odboj.
Lom svetlobe je sprememba hitrosti in smeri svetlobnih žarkov, ko potujejo
skozi različne snovi. Te lastnosti določa lomni količnik, ki je za vsak material
drugačen. Svetloba se na primer lomi, ko potuje iz zraka v vodo. Fresnelova
enačba določa, kolikšen del svetlobe se glede na kot gledanja lomi, kolikšen pa
odbije. Če strmimo naravnost v površino, recimo bazen, ne bomo videli veliko
odbojev, če pa gledamo v ta bazen pod kotom, se bo odbilo več svetlobe .
Pri potovanju skozi prosojne materiale se lahko svetloba absorbira ali pa sipa.
Pri absorpciji se njena intenziteta zmanǰsa, saj se pretvori v toploto. S sipanjem
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se intenziteta ne zmanǰsa, se pa naključno spremeni smer žarkov. Primer je
svetloba, ki seva skozi drevesne liste ali živalski uhelj. Pri prozornih materialih,
kot sta voda in steklo, se svetloba ne sipa, temveč potuje direktno, zato lahko
skoznje vidimo ostro sliko.
V računalnǐski grafiki lahko osvetlitev aproksimiramo s Phongovim modelom
[11, 14] (Slika 5.2 ), ki jo opisuje kot kombinacijo razpršenega in zrcalnega odboja.
Model doda še ambientno svetlobo, ki je povsod in se odbija od vseh predme-
tov. Tako lahko izračunamo intenziteto svetlobe I v točki P (Slika 5.1 ). Pri
razpršenem odboju kot gledanja ni pomemben in je zato intenziteta svetlobe Id
odvisna le od kosinusa kota med normalo N na točko P , smeri svetlobe L ter
razpršene odbojnosti Kd, ki določa, kolikšen delež svetlobe se odbije (Lambertov
kosinusni zakon).
Id = Iv ·Kd · (L ·N)
Za izračun intenzitete svetlobe Is pri zrcalnem odboju je pomemben tudi kot
med idealnim odbojem R in smerjo pogleda V :
Is = Iv ·Ks(R · V )
p
R = 2(L ·N)N − L
Parameter zrcalnega odboja p določa velikost razpršitve – večji kot je p, bližje
smo idealnemu odboju. Pri modificiranem, Blinn-Phongovem modelu ne potre-
bujemo več izračuna odboja:
Is = Iv ·Ks(H ·N)
s






Slika 5.1: Vektorji, ki nam omogočajo izračun intenzitete svetlobe pri Phongovem in
Blinn-Phongovem modelu. L predstavlja smer svetlobe, R smer popolnega odboja, N
normalo na površje, V smer pogleda in H vektor, ki je na sredini med L in V [15].
Ambientno svetlobo aproksimiramo z Ia · Ka. Prispevke vseh svetlob
seštejemo:
I = Ia ·Ka
∑
i
Ii((Li ·N) + ks(Hi ·N))
s
Slika 5.2: Vizualni prikaz Phongove enačbe: ambientna svetloba ni odvisna od smeri
in je povsod enako močna, razpršena svetloba se spreminja glede na usmerjenost površja
in svetloba na zrcalu se spreminja glede na kot gledanja [15].
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S takim modelom ne moremo dobro simulirati kompleksneǰsih materialov,
saj nam omogoča le aproksimacije odbojnih lastnosti, ambientna setloba pa ne
upošteva pravih odbojev svetlobe [12, 14]. Poleg tega ne upošteva pravila o
ohranitvi energije, po katerem je količina svetlobe, ki jo material odda, manǰsa
ali enaka količini svetlobe, ki jo prejme.
Fizikalno osnovano senčenje je sodoben način senčenja, ki namesto na em-
piričnih modelih temelji na resničnih fizikalnih pojavih in z njim lažje dosežemo
fotorealizem .
BRDF je štiridimenzionalna funkcija kotov vpadne in odbite svetlobe. Opi-
suje odziv površja na svetlobo. Lambertov, Phongov in Blinn-Phongov model so
enostavni primeri BRDF, poznamo pa tudi bolj fizikalno osnovane, kot je Cook-
Torrancev. Ta upošteva tudi mikro hrapavost površja, ki je Lambertov model
ne.
5.1 Luči
V Unreal Engine 4 so prej opisani procesi že implementirani, sami izbiramo le
načine senčenja in postavitve luči. Luči imajo različne parametre, na katere lahko
vplivamo: položaj, usmerjenost, barva, intenziteta [3]. Poznamo več vrst luči, a za
našo pokrajino smo uporabili dve: usmerjeno luč (directional light) in svetlobo
neba (skylight). Obe luči sta dinamični, kar pomeni, da se sence izrisujejo v
realnem času. Pri usmerjeni luči njen položaj ni pomemben, saj je njen izvor zelo
daleč in so zato žarki (skoraj) paralelni. Pomembna pa je njena smer, od tod tudi
ime. Z razdaljo ne izgublja moči. Primer take luči je sonce, kot lahko vidimo na
sliki 5.3.
Usmerjena luč vpliva le na predmete, ki jih doseže. Tisti, ki so zasenčeni,
ostanejo popolnoma temni. Zato v sceno dodamo svetlobo neba, ki je posre-
dna, ambientna svetloba in se odbija od osvetljenih predmetov. Tako noben del
pokrajine ni več popolnoma temen.
5.1 Luči 23
Slika 5.3: Pokrajina iz Unreal Engine 4. Zgoraj vidimo pokrajino, ki smo ji dodali le
usmerjeno luč. Neosvetljeni deli so popolnoma temni. Na spodnji sliki je v pokrajini
tudi svetloba neba, ki doda svetlobo v celotno pokrajino [8].
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6 Materiali
6.1 Teksture
Teksture so slike, ki jih nalepimo na površje 3D modela (Slika 6.2) in mu tako do-
damo informacije o barvi, normalah, hrapavosti, odmikih, ambientnem zastiranju
[16, 17]...
Karta teksture (Slika 6.1) je lahko bitna slika ali proceduralna tekstura, kot je
Perlinov šum. Ker teksturo običajno ponovimo večkrat, se morajo robovi stikati
brez šivov.
Slika 6.1: Karte teksture za razpokano zemljo. Od leve proti desno so osnovna barva,
normale, hrapavost, odmik in ambientno zastiranje. Pri sivinskih slikah so vrednosti
binarne; pri hrapavosti črna barva pomeni popolno hrapavost, pri odmiku siva nakazuje
srednje visok odmik, pri ambietnem zastiranju pa bela pomeni popolno osvetlitev [18].
Piksli teksture se imenujejo teksli, prostor pa je teksturni prostor. Ima u, v
koordinate (predstavimo jih v podpoglavju 6.1.1), ki so po navadi definirane na
intervalu od [0, 1].
Karta teksture vsebuje RGB kanale in občasno še A kanal za alfa mešanje.
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Vsak kanal je vsebuje sivinsko sliko. Ker so teksture velikokrat sivinske slike,
lahko na vsak kanal shranimo eno in uporabimo manj prostora. Tako imamo na
primer lahko na R kanalu informacije o hrapavosti, na G kanalu informacije o
tem, ali je material kovina, in na B kanalu o ambientnem zastiranju.
S kombiniranjem različnih tekstur ustvarimo materiale.
Slika 6.2: Grm s teksturo in brez. Na modelu brez teksture liste predstavljajo ploskve,
kamor nalepimo teksturo lista, ki je prozorna na robovih [8].
6.1.1 Lepljenje tekstur
V nadaljevanju je predstavljeno lepljenje tekstur na modele, sestavljene iz triko-
tnikov. Ker koordinate x, y, z določajo poligone, 2D koordinate teksture poimenu-
jemo u, v. Vsakemu oglǐsču v trikotniku določimo koordinato teksture, ki se nanj
preslika. Če u, v koordinate padejo izven teksturnega prostora, lahko teksturo
ponavljamo (tiling), lahko pa uporabimo barvo roba teksture (clamping). Kadar
teksturo večkrat ponovimo, na primer ko teksturiramo travo, postane to opazno.
Zato lahko uporabimo mešanice različno velikih tekstur glede na oddaljenost.
Za vsako točko v trikotniku z interpolacijo u, v koordinat izračunamo, v katero
točko teksture se preslika. Pri tem moramo upoštevati, da za preslikavo 3D
objekta na 2D zaslon po navadi uporabimo perspektivno projekcijo, ki predmete
popači, saj projekcijski žarki niso vzporedni, ampak se stikajo v točki pogleda.
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To sicer poveča realizem – predmeti, ki so bolj oddaljeni, so na zaslonu manǰsi, a
popači teksture, če jih ne interpoliramo pravilno. Zato za njihovo preslikavo ne
uporabimo linearne interpolacije, ampak hiperbolično, ki je perspektivno pravilna
interpolacija.
Ko objekte s teksturami izrǐsemo na zaslon, moramo vsakemu pikslu izračunati
barvo. Z enostavno metodo najbližjega soseda lahko pikslu dodelimo barvo njemu
najbližjega teksla, vendar metoda ni najbolj učinkovita, saj se pri povečanju
objekta pojavi mnogo artefaktov. Bolje je, da barvo piksla izračunamo z biline-
arno interpolacijo med štirimi sosednjimi teksli.
Težava se pojavi, ko je objekt s teksturo na sliki zelo majhen, saj število
tekslov v enem pikslu postane ogromno in pride do prekrivanja. Temu se lahko
izognemo tako, da vnaprej izračunamo različne dimenzije tekstur, ki jih nato
uporabimo za različne razdalje med objektom in kamero. To tehniko imenujemo
mipmapping.
Mipmapping teksturo povpreči, kot da je piksel kvadrat, a kadar gledamo
teksturo pod kotom, deluje bolj kot pravokotnik. Tako lahko uporabimo ani-
zotropično filtriranje, ki teksturo povpreči znotraj okna, izračunanega za vsak
piksel. Metoda je zahtevneǰsa od mipmappinga, vendar so rezultati bolǰsi.
Celoten postopek lepljenja tekstur smo izvedli avtomatično z uporabo pro-
grama Blender. Ker rezultat včasih ni bil najbolǰsi, smo prileganje popravili
ročno v teksturnem prostoru (Slika 6.3).
6.2 Lepljenje normal
Za prikaz drobnih detajlov na sliki, kot so izbokline ali razpoke, bi bilo dodajanje
geometrije modelu zahtevneǰse za upodabljanje, zato lahko ta učinek simuliramo
preprosteje s spreminjanjem osvetlitve predmeta, s čimer so rezultati skoraj enako
dobri. Tehnika dobro deluje le na oddaljenih predmetih; če se jim približamo,
vidimo, da so detajli le simulirani.
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Slika 6.3: Lepljenje tekstur na travo v teksturnem prostoru. Teksture so v nepopačeni
obliki, oranžno obarvan model pa se prilega nanje. Na desni vidimo končni rezultat [8].
Intenziteto osvetlitve v neki točki dobimo tako, da zmnožimo enotski vektor
med točko in svetlobnim izvirom z normalo na to točko. Informacije o normalah
so shranjene le v oglǐsčih trikotnikov, na vmesnih mestih pa jih interpoliramo.
Tako lahko z drugačno normalo v vsaki točki spremenimo osvetlitev in simuliramo
neravno površje [19].
Za shranjevanje informacij o normalah v vsaki točki uporabljamo posebne te-
ksture, ki se imenujejo karte normal (Druga karta na sliki 6.1). RGB komponente
ne predstavljajo dejanskih barv, ampak XYZ komponente normalnih vektorjev.
Ker večina normal kaže navzgor, pravokotno na teksturo, je zato skoraj celotna
tekstura obarvana modro. Deli, ki so obarvani drugače, predstavljajo vektorje, ki
kažejo v druge smeri in dajejo občutek globine.
Takšno karto teksture lahko uporabimo le na površju, ki je enako rotirano kot
karta sama. Če na primer normala površja kaže v pozitivno y smer, normale na
karti teksture pa večinoma v pozitivno z smer, dobimo napačno osvetlitev. Lahko
bi torej uporabili 6 različnih teksturnih kart, za vsako možno rotacijo površja eno,
lahko pa uporabimo karto, ki je v drugačnem koordinatnem prostoru, takšnem,
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kjer normale vedno kažejo v z smer, kasneje pa jih lahko transformiramo nazaj v
koordinatni sistem sveta. Tak prostor se imenuje tangentni prostor in je lokalen
vsakemu trikotniku. Uporabimo lahko torej le eno teksturno karto za vse različne
orientacije. Tangentni prostor je definiran z normalo, tangento in bitangento,
vektorji, ki so med seboj pravokotni. Normala vedno kaže v pozitivno z smer,
ustrezno tangento in bitangento pa orientiramo glede na smeri teksture. Tako je
tangenta vzporedna s smerjo teksture u, bitangenta pa s smerjo teksture v. S
temi tremi vektorji dobimo transformacijsko matriko, ki normale pretvori nazaj
v koordinatni prostor sveta.
Karte normal lahko oblikujemo sami s pomočjo programa Adobe After Effects.
Sledi opis izdelave karte normale za ustvarjanje odboja dežnih kapelj od luže, ki
je pravzaprav skupek 64 slik, ki se menjavajo in ustvarjajo videz padanja dežnih
kapelj na lužo. V programu smo ustvarili novo kompozicijo in vanjo dodali novo
plast. Uporabili smo generator radijskih valov, ki iz neke točke ustvarja krožne
valove. Valove smo poljubno oblikovali in jim spremenili čas trajanja, potem pa
ustvarili nove plasti in na vsako dodali naključno razporejen val. Nato smo plasti
zamaknili v času. Ko smo sekvenco predvajali, smo dobili učinek dežnih kapelj.
S pomočjo vtičnika GhettoNormalMap, ki je dostopen na spletu, smo vsako sliko
pretvorili v karto normale (Slika 6.4).
6.3 Lepljenje odmika
Pri lepljenju odmika, drugače kot pri lepljenju normal, se geometrija na tekstu-
riranem modelu dejansko odmakne [20](Slika 6.5). Tehnika je mlaǰsa od tehnika
lepljenja normal in zahtevneǰsa za upodabljanje. Za določanje odmika upora-
bljamo vǐsinsko karto – sivinsko sliko, kjer različne stopnje svetlosti določajo
velikost odmika. Da bi bila tehnika učinkovita, mora biti model predhodno se-
stavljen iz dovolj velikega števila poligonov. To dosežemo s teselacijo, deljenjem
črt in poligonov na manǰse enote. Teselacija se uporablja tudi pri optimizaciji
modelov, kjer imamo različno podrobne modele za različne oddaljenosti.
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Slika 6.4: Karte normale za dežne kaplje na luži. Na sliki vidimo zaporedje le 2 kart
od 64, s katerimi smo ustvarili premikanje na luži. Karti morda delujeta enaki, a nista
- na prvi sliki na primer zgoraj desno vidimo piko, na drugi sliki pa se ta pika začne
razširjati v krog. Podobno se razširijo tudi drugi krogi [8].
6.4 Ambientno zastiranje
Ambientno zastiranje je tehnika, ki za vsako točko izračuna, v kolikšni meri je
ta izpostavljena ambientni osvetlitvi [21]. Predmetu doda razpršen, neusmerjen
učinek senčenja in mehke sence ter ga na določenih predelih potemni. Metoda je
globalna, saj na neko točko vpliva celotna geometrija scene. Njena implementacija
je zelo zahtevna, ker moramo metati žarke po vseh predmetih v okolici in ugotoviti
količino zastiranja na vsakem izmed njih.
Ko določamo količino ambientnega zastiranja na 3D modelih, ga lahko di-
rektno zapečemo v teksturno karto in nam ga ni treba računati v realnem času.
Takšna teksturna karta je primerna za majhne predmete, na primer pri določanju
zastiranja na razpokah v materialu. Tekstura je sivinska slika, na kateri bela barva
ponazarja popolno osvetlitev, črna pa popolno zatemnitev (Zadnja karta na sliki
6.1).
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Slika 6.5: Material, kjer detajle simuliramo z lepljenjem normal in material, kjer jih
prikažemo z lepljenjem odmika. Pri lepljenju normal učinek globine daje osvetlitev, a je
površina materiala še vedno ploska. Pri lepljenju odmika se material dejansko odmakne
od prvotne pozicije [8].
V aplikacijah, ki potekajo v realnem času, po navadi uporabljamo SSAO, ki
je aproksimacija ambientnega zastiranja. Za zastiranje določenega fragmenta na-
mesto celotne geometrije torej uporablja le točke, vzorčene iz okolice. Najprej
določimo velikost okolice vzorčenja. Za to lahko uporabimo masko v obliki pol-
krogle, usmerjene kot normala. Znotraj nje nato vzorčimo točke, ki imajo različno
globino. Točke, ki imajo večjo globino kot fragment, prispevajo k faktorju zasti-
ranja.
Da bi dobili realistične rezultate, bi morali imeti veliko število vzorcev, kar
vpliva na hitrost upodabljanja. Z naključnim obračanjem maske tako za ka-
kovosten rezultat potrebujemo veliko manǰse število vzorcev. Žal pa naključno
obračanje ustvari opazno količino šuma, ki ga moramo odstraniti z zameglitvijo
slike.
To je metoda odloženega upodabljanja (opisano v 9. poglavju), saj v pr-




Unreal Engine 4 nam ponuja urejevalnik vozlǐsč, v katerem lahko na preprost
način urejamo materiale [3] (Slika 6.6). Materiali so sestavljeni iz tekstur in
vozlǐsč, ki vsebujejo delce HLSL kode. Vozlǐsča med seboj povezujemo in tako
ustvarjamo različne materiale.
Poleg materialov poznamo tudi funkcije in instance materialov. Funkcije so
delci materialov, ki jih lahko shranimo posebej in uporabimo v več materialih.
Instance materialov omogočajo hitre in enostavne spremembe lastnosti materiala,
ne da bi ga bilo treba sistemu ponovno sestaviti. Za debla in listje dreves smo
na primer ustvarili le en material, nato pa smo za vsako vrsto drevesa uporabili
drugo instanco materiala, pri čemer smo samo spremenili teksturne karte.
Ko smo ustvarili nov material, smo v njegovem glavnem vozlǐsču najprej
določili, kako se bo material mešal s tem, kar je že izrisano na zaslonu. Material je
lahko neprosojen, prosojen ali prosojen le na nekaterih delih (na primer ograja).
Prosojni materiali so zahtevneǰsi za upodabljanje, saj moramo izrisati material
in še tisto, kar se nahaja na sceni za njim. Izbrali smo tudi način senčenja –
torej, kako bo svetloba vplivala na material. Večina materialov uporablja privzet
način, pri čemer nanje vplivata direktna in indirektna svetloba. Za strelo smo
uporabili material, ki sam oddaja svetlobo in zunanji viri niso potrebni, za listje
na drevesu pa smo uporabili material, pri katerem se svetloba sipa pod površjem
in seva skozi material listja. V glavno vozlǐsče smo nato povezali druga vozlǐsča
in teksturne karte.
6.5.1 Vozlǐsča
Za ustvarjanje kompleksneǰsih materialov (Slika 6.7) imamo na voljo mnogo po-
sebnih vozlǐsč; v nadaljevanju so opisana nekatera od teh, ki smo jih uporabili.
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WorldAbsPosition: na izhod poda vrednost pozicije trenutnega piksla v ko-
ordinatah sveta. Vozlǐsče povežemo v teksture in jim tako določimo koordinate
[3].
ComponentMask : na vhod dobi vozlǐsče ali teksturo z RGB kanali, na izhod
pa podamo samo tiste kanale, ki jih želimo. Ker lahko RGB predstavljajo tudi
XYZ, lahko ComponentMask uporabimo za prehod iz 3D prostora v 2D prostor
[3].
LinearInterpolate: zmeša dve vhodni vrednosti na osnovi tretje, ki jo upora-
bimo kot masko. Intenzivnost maske določa razmerje med vhodoma. Kadar je
maska 0, uporabimo prvo vhodno vrednost, kadar je 1, drugo, kadar je maska
nekje vmes, pa ustvarimo mešanico vhodnih vrednosti. Kot masko lahko upo-
rabimo tudi sivinsko sliko, kjer črna predstavlja 0, bela pa 1. Vozlǐsče lahko na
primer uporabimo za določanje barv materiala [3].
Clamp: vhodne vrednosti omeji na določen obseg in jih take tudi poda na
izhod. Vozlǐsče na primer uporabimo, ko želimo vrednosti omejiti med 0 in 1, saj
izven tega območja nimajo učinka [3].
VertexNormalWS : na izhod poda normalo oglǐsča v koordinatah sveta. Upo-
rablja se pri lepljenju odmika [3].
Fresnel : Fresnelova enačba določa, kako svetloba interagira s površino glede
na kot gledanja. Če na primer gledamo direktno v vodo, ne bomo videli veliko
odbojev, toda bolj kot premikamo glavo levo ali desno, več odbojev vidimo. In-
tenzivnost Fresnel izračunamo s skalarnim produktom med normalo na površje
in smerjo kamere [3]. Uporabimo ga lahko kot masko pri LinearInterpolate in
tako recimo določimo, da bo reka na robovih temneǰse barve kot na sredini.
DepthFade: Omogoča zabrisovanje meje med neprosojnim in prosojnim ma-
terialom. Določimo lahko, kako dolg bo prehod [3]. Uporabimo ga pri reki, da je
prehod med vodo in kopnim mehkeǰsi.
Panner : na izhod poda UV koordinate, ki omogočajo gibanje tekstur v x in
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y smer [3].
Motion4WayChaosNormal : To je funkcija materiala, ki je sestavljena iz 4
Panner vozlǐsč. Ta se premikajo vsak v svojo smer in določajo gibanje vsak svoji
karti normal [3]. Uporabili smo ga pri reki, da je bolj razgibana.
BlendAngleCorrectedNormals : Zmešamo dve karti normal, ki sta že enako
orientirani [3]. Vozlǐsče smo uporabili pri luži, da smo zmešali karte normal
različno velikih valov in ustvarili bolj razgibane valove.
RadialGradientExponential : Ustvari radialni gradient, ki smo go uporabili pri
materialu za dežne kaplje [3].
Noise: To je proceduralni šum. Določimo mu lahko velikost, vrsto, intenziv-
nost in druge parametre [3]. Uporabili smo ga za dodajanje naključnega gibanja
pri streli.
GeneratedBand : Ustvari horizontalni ali vertikalni trak. Določimo mu širino,
ostrino in koordinate [3]. Uporabili smo ga za material strele, koordinate pa smo
animirali s pomočjo vozlǐsč Panner in Noise in dobili videz migotajoče strele.
SimpleGrassWind : Doda preprost veter, ki premika travo in drevesa. Lahko
mu določimo hitrost, težo in intenzivnost [3].
FlipBook : Ustvari knjigo, kjer se sličice hitro menjavajo in ustvarjajo videz
premikanja. Tekstura mora v vrsticah vsebovati slike v pravilnem zaporedju.
Določili smo hitrost animacije, število stolpcev in vrstic ter velikost teksture [3].
Vozlǐsče smo uporabili pri materialu luže, saj smo ga uporabili za animacijo kart
normal odbojev dežnih kapelj, ki smo jih prej izdelali in tako simulirali videz
padanja dežja na lužo.
LayerBlend : Uporablja se pri materialu pokrajine in nam omogoča mešanje
več plasti materialov (trava, kamen, mivka ...). Izbiramo lahko med različnimi
načini mešanja. Lahko jih nanašamo drugo na drugo in vidimo le tisto, ki smo jo
nanesli nazadnje, lahko pa jih mešamo glede na vǐsino [3]. Tako lahko čez kamne
nanesemo plast mahu, a so kamni pod mahom še vedno vidni.
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Slika 6.6: Primer preprostega materiala v Unreal Engine 4. Vozlǐsče TexCord nam
poda u, v koordinate teksture, ki jih povežemo v teksturne karte. Karte nato povežemo
v glavno vozlǐsče. Pisani izhodi omogočajo uporabo le enega RGBA kanala. Parame-
trom, za katere nimamo teksturnih kart, vrednost določimo s spremenljivko [8].
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Slika 6.7: Material, ki smo ga izdelali za reko. Vozlǐsči Panner in
Motion4WayChaosNormal sta povezani v karto normale valov, kar ustvarja učinek
v vse smeri premikajočih se valov. Ta postopek večkrat ponovimo, a minimalno spre-
menimo hitrost in velikost valov ter tako ustvarjamo variacijo med posameznimi deli
vode. Reki dodamo tudi barvo, transparentnost in informacijo o tem, kako se bo sve-
tloba lomila, ko pride v stik z njo [8].
7 Sistem delcev
Delci so skupine majhnih predmetov, s katerimi simuliramo učinke, ki jih težje
upodobimo s konvencionalnimi tehnikami [22, 17]. To so lahko naravni pojavi,
kot so ogenj, dim ali dež. Njihov položaj in gibanje nadzorujemo z oddajnikom.
Oddajnik je izvor delcev in njegov položaj v prostoru vpliva na to, kje se delci
pojavijo in kam gredo. Kot oddajnik lahko uporabimo objekt, na primer kroglo
ali pa ploskev. Nekateri od parametrov, na katere vplivamo, so hitrost oddajanja
novih delcev, začetna hitrost posameznega delca, življenjska doba in barva delcev.
Posodobitev tipično poteka v dveh fazah. Prva je simulacijska faza, v kateri
se pojavijo novi delci, vsak na svoji specifični lokaciji. Sistem vsakič preveri, ali
so prekoračili življenjsko dobo in jih po potrebi odstrani iz simulacije. Sicer pa
posodobi njihove značilnosti, kot sta lokacija in velikost. V naslednji stopnji delce
upodobi, po navadi v podobi billboard squada (2D ploskve, ki se vedno obrača v
smer kamere), lahko pa tudi kot posamezne piksle.
V grobem ločimo dve vrsti delcev glede na njihovo dinamičnost: snežinke in
lase. Snežinke so dinamične in se gibljejo po prostoru, animacija je upodobljena
vsakič znova. Lasje so statični in so upodobljeni vsi hkrati.
Sistem delcev lahko ustvarimo v programu Blender. Uporabili smo jih za do-
dajanje listov na bambus (Slika 7.1). Za določanje lokacije delcev na bambusu
smo želene dele pobarvali s posebnim čopičem, ki določa, kje bo največji vpliv
delcev na objekt (weight painting). Nato smo dodali sistem delcev in ga spre-
menili po želji. Kot vrsto delcev smo izbrali lase, nato pa določili, kateri objekt
naj predstavlja delce. Izbrali smo ploskev s teksturo lista, ki smo jo predhodno
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ustvarili in ima izhodǐsče koordinatnega sistema tam, kjer smo želeli, da se stakne
z bambusom – v peclju. Delcem smo spremenili tudi število, velikost, način, kako
se razporedijo po bambusu, rotacijo in fazo zamika. Da smo lahko sistem delcev
izvozili iz Blenderja, smo jih prej morali pretvoriti v objekt.
Slika 7.1: Dodajanje listja na bambus. Za večjo dinamiko smo uporabili smo dva
sistema delcev, ki se minimalno razlikujeta v barvi in usmeritvi listov [8].
Tudi Unreal Engine 4 omogoča sistem delcev in na tak način smo ustvarili dež
in strelo. Sistem delcev se privzeto upodablja na procesorju. Mi smo kot enoto
za upodabljanje izbrali grafično kartico. Delci se sicer pojavijo na procesorju, a
kalkulacije in izris opravi grafična kartica. Tako lahko hkrati izrǐsemo več delcev
in ustvarimo kompleksne sisteme. Okoli delcev smo postavili meje, ki onemogočijo
upodabljanje sistema delcev takrat, kadar ti niso vidni na zaslonu.
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Za upodabljanje dežja (Slika 7.2) smo v sistem delcev dodali oddajnik, mu
povečali število delcev na vsaj 50000 in jim določili čas trajanja, ki je za vse dežne
kaplje enak, da ne bi nekatere izginile, še preden bi se dotaknile tal. Spremenili
smo jim hitrost, barvo, začetno lokacijo, dodali pospešek in nastavili, da se delci
večajo, ko se veča njihova hitrost. Tako se dežne kaplje večajo po z osi. Nasta-
vili smo tudi, da se delci odstranijo, ko se dotaknejo tal. V sistem delcev smo
nato dodali nov oddajnik, ki ustvarja dežne kaplje, ki se odbijejo od tal; večino
parametrov smo pustili nedotaknjenih, spremenili pa smo začetno lokacijo, da se
delci ustvarijo pri tleh.
Slika 7.2: Ustvarjanje dežja v programu Unreal Engine 4. V oknu vidimo animacijo
dežja. Uporabili smo dva oddajnika, enega za dež in enega za odboje dežnih kapelj [8].
Pri upodabljanju strele (Slika 7.3 ) smo število delcev zmanǰsali na 1. Njen
videz smo določili z materialom, ki smo ga pripravili predhodno. Streli smo
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skraǰsali življenjsko dobo, ji spremenili velikost, nato pa jo klonirali in ustvarili
več oddajnikov strel. Klonirane strele smo zmanǰsali in jih postavili tako, kot da
izhajajo iz glavne strele. S tem smo dosegli učinek razcepljene strele.
Slika 7.3: Tako smo ustvarili strelo. Na desni strani vidimo več oddajnikov, s katerimi
nadzorujemo strelo in njene klone. Dodali smo tudi oddajnik, ki doda iskrice, ko strela
udari (spodaj) in oddajnik, ki razsvetli nebo (zgoraj)[8].
8 Optimizacija 3D modelov
Ko model gledamo od blizu, želimo čim več detajlov, saj se na ta način približamo
realističnemu videzu. Bolj ko se oddaljujemo od modela, manǰsi in manj vidni
postajajo ti detajli. Ker kompleksni modeli zahtevajo dalj časa za upodabljanje,
je smiselno, da oddaljene modele poenostavimo.
Poenostavljanje vključuje zmanǰsevanje števila poligonov, zmanǰsevanje
števila tekstur in poenostavljanje senčilnikov.
8.1 Zmanǰsevanje števila poligonov
Unreal Engine 4 nam omogoča avtomatski izračun različnih nivojev podrobnosti
(level of detail ) za model, ko se ta oddaljuje od kamere (Slika 8.1 ). Pri tem
uporablja tehniko, ki ji pravimo quadratic mesh reduction [3].
Tehnika poǐsče vse možne pare sosednjih oglǐsč in izračuna količino vizualne
spremembe, ki bi jo ustvarilo uničenje roba med njima [23]. Nato izbere rob,
kjer bi bila sprememba najmanǰsa, in ga izbrǐse, oglǐsči v1 in v2 postavi na novo
pozicijo, poveže vse robove do oglǐsča v1, v2 pa zbrǐse. V postopku so izbrisani
vsi trikotniki, ki so bili uničeni skupaj z robom. Učinek združitve je majhen in
lokaliziran. Postopek ponavlja, dokler ne dosežemo želenega števila trikotnikov.
u, v koordinate, normale in tangente se pri postopku ohranijo, zato nam ni treba
ustvarjati novih materialov.
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Slika 8.1: Različni nivoji podrobnosti drevesa. Ko drevo postaja manǰse na zaslonu,
se število trikotnikov zmanǰsuje [8].
9 Upodabljanje
Ko v sceno dodamo 3D modele, luči in materiale, jih lahko upodobimo. Upoda-
bljanje je postopek ustvarjanja 2D slike iz 3D scene. Grafični cevovod je koncep-
tualni model, s katerim ponazorimo postopek upodabljanja (Slika 9.1). Po na-
vadi je implementiran v grafični kartici in omogoča upodabljanje v realnem času.
Nekateri koraki so implementirani strojno, nekateri pa programsko. Posamezni
koraki v postopku se lahko razlikujejo med različnimi strojnimi in programskimi
opremami, v nadaljevanju pa je predstavljen postopek upodabljanja pri DirectX
11, ki ga uporablja Unreal Engine 4 [24, 17].
Kot že vemo, se v sceni nahajajo 3D modeli, ki so sestavljeni iz poligonov. V
prvem koraku, Input-Assembler Stage, pridobimo informacije o oglǐsčih poligo-
nov; kakšne so njihove koordinate, kakšne transformacije bo potrebno opraviti,
kakšne so njihove barve in normale. Te informacije podamo naprej v senčilnik
oglǐsč (vertex shader), ki za vsako oglǐsče izračuna transformacije in osvetlitev.
Senčilnik je program, ki opravlja najrazličneǰse funkcije v računalnǐski grafiki,
najpogosteje za senčenje objekta. Senčilnik oglǐsč dobi na vhod oglǐsče in tudi na
izhod poda oglǐsče.
Naslednji korak je teselacija, ki je od verzije DirectX 11 naprej razdeljena
v tri faze. V prvi, Hull Shader Stage, kontrolne točke, ki definirajo površje
nizkega reda, transformiramo v kontrolne točke geometrijskega popravka. Za
vsak popravek opravimo različne kalkulacije, ki jih podamo naprej v teselator. V
tej fazi nato primitive, običajno so to trikotniki, razdelimo na več manǰsih; model
z majhnim številom trikotnikov postane model z velikim številom trikotnikov.
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Slika 9.1: Grafični cevovod, kot je implementiran v DirectX 11 [8].
Na deljenje vplivajo parametri, ki so bili izračunani v preǰsnji fazi. V zadnji fazi
domenski senčilnik (domain shader) dobi u, v koordinate iz preǰsnje faze, izračuna
pozicije za novo nastala oglǐsča in poda oglǐsča na izhod.
V naslednjem koraku senčilnik geometrije (geometry shader) na vhod dobi
celoten primitiv in po navadi še njegova sosednja oglǐsča. Njegova naloga je
dodajanje, transformiranje in brisanje primitivov.
Stream output stage je zadnji korak pred rasterizacijo, ki 3D objekte spremeni
v rastersko sliko, zato nam omogoča, da podatke o 3D objektih pošljemo nazaj v
preǰsnje faze cevovoda, saj se lahko geometrija po senčilniku geometrije spremeni.
Rasterizacija je torej postopek, kjer vektorske objekte spremenimo v bitno
sliko. Najprej izvedemo rezanje, ki odstrani ali obreže ploskve, ki ne bodo vidne
na zaslonu. Za lažjo izvedbo vidno polje pretvorimo v homogene koordinate
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rezanja. Homogene koordinate uporabljamo pri projekcijah in v 3D sistem dodajo
novo dimenzijo, ki jo predstavimo z w. Nato s perspektivnim deljenjem (x, y in z
delimo z w) koordinate rezanja pretvorimo v normalizirane koordinate naprave, ki
na vseh oseh segajo od -1 do 1. Perspektivno deljenje nam omogoča perspektivno
projekcijo, kjer so bolj oddaljeni predmeti na zaslonu manǰsi, bližnji predmeti
pa večji. Sledi pretvorba v koordinate zaslona, kjer sliko prilagodimo ločljivosti
zaslona.
Pred samo rasterizacijo želimo izločiti čim več geometrije, ki na zaslonu ne
bo vidna in s tem skraǰsati čas upodabljanja. Izločimo lahko zadnje ploskve
poligonov (backface culling), tiste, ki gledajo stran od kamere. To storimo tako,
da preverimo, ali je vrstni red oglǐsč v smeri urinega kazalca ali obratno. Če
torej določimo, da je prednja stran poligonov obratna od smeri urinega kazalca,
izločimo vse tiste poligone, katerih oglǐsča so v smeri urinega kazalca. Izločimo
tudi ploskve, ki jih zakrivajo drugi predmeti (occlusion culling) in sicer tako,
da primerjamo globine različnih predmetov in izrǐsemo le predmet z najmanǰso
globino.
Zdaj lahko izvedemo rasterizacijo, pri kateri najprej interpoliramo vredno-
sti na oglǐsčih po celotnem poligonu, nato pa primitive pretvorimo v diskretne
elemente – piksle. Za to lahko uporabimo najrazličneǰse tehnike.
Za izračun barve, globine, lepljenja normal, transparentnosti in drugih lastno-
sti v posameznem fragmentu (v pikslu je vsaj en fragment) uporabimo senčilnik
fragmentov (fragment shader). Določiti moramo tudi, kateri poligoni bodo vidni
na zaslonu in kateri ne, kar lahko storimo s preverjanjem globine objektov. V
2D matriki za vsak piksel hranimo z vrednost – globino trenutno najbližjega izri-
sanega poligona. Ko pridemo do novega objekta, primerjamo z vrednost enakih
lokacij pikslov obeh elementov in če je vrednost na novem elementu manǰsa, se
shrani v pomnilnik. Po koncu odstranimo elemente, ki niso vidni (Z-culling).
Senčenje pikslov lahko izvedemo v dveh prehodih [25]. Ta tehnika se ime-
nuje odloženo senčenje (deferred shading). V prvem prehodu izračuna podatke,
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ki so potrebni za osvetljevanje – barva, globine, normale - in jih shrani v med-
pomnilnik ali G-buffer, v drugem pa te podatke uporabi in izračuna dejansko
osvetlitev. Vsaki luči izračuna osvetlitev le tistih pikslov, ki so v njenem dometu,
kar omogoča hitreǰse upodabljanje.
Zadnji korak v cevovodu je Output-Merger Stage, ki generira končno barvo
piksla, za to pa uporabi prej podane informacije, kot so barva, transparentnost
in vidnost fragmenta.
10 Snemanje in montaža
10.1 Snemanje videa
Program Unreal Engine 4 nam ponuja orodje Sequencer, s katerim lahko zaja-
memo sliko iz pokrajine (Slika 10.1).
Posamezne posnetke smo dodali na časovnico, na kateri smo ustvarili zapo-
redje videov. Videom smo dodamo tudi zvok, a program trenutno še ne podpira
izvoza zvoka. Posnetkom smo spreminjali hitrost predvajanja, fokus na kameri in
odprtost zaslonke.
Možnosti urejanja so precej omejene, zato smo izvozili le posamezne posnetke,
ki smo jih montirali v Adobe Premiere Pro.
10.2 Snemanje zvoka
Zvok smo posneli v programu Studio One 2 (Slika 10.2). Za to potrebujemo midi
kontroler - klaviaturo – ki ga z USB vhodom povežemo z računalnikom in zvočno
kartico. Za snemanje smo uporabili MIDI zapis, ki ne posname zvoka, ampak
le prenaša informacije, kot sta dolžina tona in glasnost in omogoča kasneǰse po-
pravke. Z uporabo vtičnikov VST smo simulirali resnične inštrumente in učinke,
ki jih uporabljamo v snemalnih studijih.
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Slika 10.1: Snemanje v Unreal Engine 4 z orodjem Sequencer. Na prvem zaslonu
vidimo to, kar trenutno vidi kamera, na drugem zaslonu pa lahko predvajamo celotno
sekvenco. Na spodnjem delu vidimo časovnico, na kateri je sled kamere. Oranžne pike
označujejo pozicije kamere, med njimi pa se kamera premika sama [8].
10.3 Montaža
V programu Premiere Pro smo iz video in zvočnih posnetkov ustvarili glasbeni
video. Na nekaterih posnetkih je bilo treba popraviti svetlost in kontrast, saj so
se iz Unreal Engine 4 izvozili pretemni ali presvetli posnetki. Mednje smo nato
dodali prehode in sicer prehod iz posnetka v belo barvo takoj po udaru strele,
prehod med dvema posnetkoma, ko začne deževati, in prehod v črno, ki smo jo
uporabili na koncu.
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Slika 10.2: Zvok smo posneli v Studio One 2. Na zgornjem delu vidimo sled zvoka,
spodaj pa urejevalnik MIDI tonov, kjer lahko spreminjamo vǐsino, glasnost in trajanje
posameznega tona [8].
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11 Sklepne ugotovitve
Med delom smo spoznali potek izdelave in upodobitve 3D pokrajine. Naučili
smo se uporabljati različna orodja za izdelavo in jih med seboj povezo-
vati. Spoznali smo tudi teoretično ozadje celotnega postopka in sodobne pri-
stope k upodabljanju 3D objektov. Posneli smo pokrajino in ustvarili vi-
deo z zgodbo, v kateri spremljamo vremenske pojave, in dodali glasbeno pod-
lago. Izdelek je dostopen na: https://drive.google.com/drive/folders/
1Xr7deI0o6P4y2fB2UVO8cODTbm0IHPXg?usp=sharing
Ugotovili smo, da je predhodno načrtovanje zelo pomembno, saj tako pozneje
prihranimo veliko časa. Prvoten cilj je bil ustvariti realistično pokrajino, kar
nam je delno uspelo. Obseg pokrajine je tak, kot je bil sprva načrtovan, vse
objekte smo izdelali sami. Nismo pa uspeli doseči želenega realizma. Cilj bi
lahko popolnoma uresničili, če bi imeli na voljo bolǰso opremo in bistveno več
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