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ABSTRACT 
 
 
In this study Finite-Difference Time-Domain (FDTD) method 
is used to calculate the Specific Absorption Rate (SAR) 
distribution in a human head near a plane wave. A three 
dimensional FDTD algorithm is built in Cartesian 
coordinates.  
 
To build a 3-D FDTD code, the study starts with a 2-D FDTD 
code to simulate interaction between dielectric cylinder 
and a plane wave to verify the validity of 2-D Code and 
implementation of boundary conditions, against analytical 
solution. After validity verification, 3-D FDTD algorithm 
developed out from the 2-D algorithm to simulate 
interaction between a plane wave and spherical human head 
model. 
 
A simple dielectric sphere was used to represent human head 
model. 3-D FDTD simulation was carried out for both 900MHz 
and 1800 MHz frequencies (GSM frequencies).  
 
The maximum SAR values obtained for 900MHz and 1800MHz 
simulation frequencies were 1.25 W/kg and 0.6 W/kg 
respectively. The results obtained were compared with a 
similar study conducted in TURKEY, with a maximum SAR value 
of 1.2 W/kg for 900MHz and o.75 W/kg for 1800MHz. The 
comparison shows an excellent agreement between the two 
studies. The slight differences in result due to both 
studies used different sources, the compared study used a 
cellular Mobile phone source, while this study used 
electromagnetic plane wave. Secondly, the compared study 
considered all types of tissues comprised human head 
tissues, where as this study considered only the brain 
tissues as average human head tissues. 
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Chapter 1: Introduction 
 
1.1 Electromagnetic Problems Solution Techniques 
 
Recently, there has been an increasing public concern 
about the health risk of electromagnetic (EM) waves 
emitted from cellular phones and possible biological 
effects caused by EM waves. 
 
Scientists and engineers use several techniques to solve 
electromagnetic problems. These techniques are 
classified as experimental, analytical and numerical. 
Experiments are expensive, time consuming and some time 
hazardous. Analytical techniques give the exact solution 
and most of the EM problems raised at that time until 
1940s solved, but for practical problems, only a narrow 
range investigated due to the complex geometries 
defining the problem. Numerical solutions started in the 
mid-1960s with the availability of modern high-speed 
digital computers. Since then simulation techniques or 
computational electromagnetic (CEM) developed and 
considerable efforts were spent on solving practical 
complex EM- related problem by using one of the 
following methods.  
i. Finite Difference Time Domain method (FDTD). 
ii. Finite Element Method (FEM).  
iii. Method of Moments (MoM). 
 
FDTD and FEM involve solution of differential equations 
while MoM involves solution of integral equations [1]. 
 
1.2 Objective of this study 
 
The main objective of this study is to simulate the 
interaction between an electromagnetic plane wave source 
and a biological tissue by using 3D FDTD method to 
determine the maximum Specific Absorption Rate (SAR).  
 
1.3`Importance of study  
 
In our daily life activities we are using devices and 
working within areas including electrical equipment that 
generate both electrical and magnetic fields that 
interact with our whole bodies or parts of it, and this 
interaction may be have some effect on human tissues. 
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the American National Standards Institute/Institute of 
Electrical and Electronics Engineers (ANSI/IEEE) 
standards [2] are the most widely accepted specification 
all over the world, there are two types of specification 
one for the general public and the second for 
occupational exposure. ANSI/IEEE specified localized SAR 
for general public exposure in head and trunk by 1.6 
W/kg, while ICNIRP specified 2 W/kg. 
 
1.4 Methodology 
 
To satisfy the objective of the study the following 
procedures were followed in order:- 
 
i- Finite- Difference Time-Domain (FDTD) is introduced 
as a means of numerical simulation method. 
ii- To build 3D FDTD algorithm, first 2D FDTD CODE for a 
dielectric cylinder is developed and the accuracy of 
the code checked analytically. 
iii- From 2D FDTD code, a 3D FDTD code for the 
interaction of dielectric sphere with a plane wave 
is developed, and then the accuracy of the code is 
checked against analytical solution. 
iv- A spherical human head model that represented by a 
simple sphere geometry is simulated numerically to 
obtain the maximum value of the power deposition in 
human head tissue and the obtained result is 
compared with a similar study. 
   
1.5 Thesis layout 
 
The thesis contains 6 chapters and 4 Appendices. This 
chapter introduces the thesis and provides some 
background material about electromagnetic related 
problems solution techniques including finite difference 
method, finite element method and method of moment. 
Chapter 2 discusses the theory of Electromagnetic, 
Finite Difference Time Domain and wave propagation in a 
lossy dielectric medium. 
 
Chapter 3 is discusses the simulation of Scattering and 
Penetration, besides the essential aspects that 
affecting the accuracy of simulation and the theory 
documented in the IEEE Press Series on RF and Microwave 
Technology [7] is used to support the simulation that 
conducted in chapter 4 
 3
Chapter 4 contains simulation set-up and implementation 
of the 2 numerical simulation as follows: 
 
? Interaction of a plane wave with dielectric cylinder 
conFigured in 2D FDTD to check the accuracy of simulation 
against analytical solution. The biological tissues 
simulation depends on the accuracy of code, boundary 
condition of 2D simulation.  
 
? Interaction of a spherical human head model represented 
by a simple sphere and a plane wave to calculate the 
power deposition in human head tissue.   
 
Chapter 5 discusses the results and analyzing them.  
 
Finally, chapter 6 presents the conclusion of study. 
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Chapter2: Theoretical Derivations 
 
2.1 Electromagnetic Theory 
 
The whole subject of EM unfolds as a logical deduction from 
eight postulated equations, namely Maxwell's four field 
equations and four median-dependent equations [6]. 
 
2.1.1 Electrostatic Fields 
 
The two fundamental laws governing these electrostatic 
fields are Gauss's law [1]. 
 
∫ ∫= dvdsD vρ.               (2.1) 
 
Which are direct consequences of Coulomb's law, and 
the law describing electrostatic fields as 
conservative. 
 
∫ = 0.dIE           (2.2) 
Where: 
D is the electric flux density (in coulombs/m²) 
Pv is the volume charge density (in coulombs/m³). 
E is the electric field intensity (in volts/m). 
The integral form of the Eqs. (2.1) And (2.2) can be 
expressed in differential form as follows: 
   
 ρ vD =∇.                 (2.3) 
 
And 
 
0=Ε×∇                               (2.4) 
The vector fields D and E are related as 
 
  ED ε=          (2.5) 
Where ε is the dielectric permittivity (in 
farads/meter) of the medium. 
 
2.1.2 Magnetostatic Fields 
 
The basic laws of magnetostatic fields are Ampere's 
law in integral form as [1] 
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∫∫ =
S
L
DSJDIH ..        (2.6) 
And 
 
∫ = 0.dSB         (2.7) 
 
Where H is the magnetic field intensity (in 
amperes/meter), J is the electric current density 
(in amperes/meter²), and B is the magnetic field 
density (in tesla or weber/metere²). 
 
The vector fields B and H are related through the 
permeability μ (in henries/meter) of the medium as 
 
HB μ=         (2.8) 
Also J is related to E through the conductivity σ (in 
 mhos/meter) of the medium as 
 
EJ σ=         (2.9) 
 
2.1.3 Maxwell's Equations 
 
Maxwell’s equations of electromagnetism describe the 
behaviour of electric and magnetic field in time and 
space. 
Maxwell’s equations in the generalized forms are:  
  
 
t
B
∂
∂−=Ε×∇             (2.10a) 
 
t
DJH ∂
∂+=×∇                 (2.10b) 
 ρ=∇ D.             (2.10c) 
 0. =∇ B          (2.10d) 
 
They are first–order linear coupled differential     
equations relating the vector field quantities to each 
other [1]. The first equation is Faraday’s law and 
expresses the experimental fact that, a time varying 
magnetic field induces an electromotive force.  
The second equation is Ampere’s Circuital law and 
expresses the experimental fact that a current or time 
varying electric field induces a magnetic field.  
The last two equations are Gauss’s law, express the 
experimental facts of Coulomb’s law, and charge 
conservation.  
 6
2.2 Finite Difference Time Domain 
 
Finite difference time domain (FDTD) is a popular 
electromagnetic modeling technique. It is easy to 
understand, easy implemented and since it is a time 
domain technique, it can cover a wide frequency range 
with a single simulation run. Yee first introduced FDTD 
in 1966 [4], then in 1975 Taflove and Bordwin developed 
the method of FDTD [5]. 
 
The FDTD techniques based upon approximations that 
permit replacing differential equations by finite 
difference equations (see Appendix A). Thus finite 
difference approximation relates the value of the 
dependent variable at a point in solution region, to the 
values at some neighboring points. The finite difference 
solution involves three steps as follows [1]: 
 
1- Dividing the solution region into a grid of nodes as 
in fig 2.1. 
2- Approximating the given differential equation by 
finite difference equivalent, that relates the 
dependent variable at a point in the solution region, 
to its value at the neighboring points. 
3- Solving the difference equation subjected to the 
prevailing boundary conditions. 
 
      i-1    I  i+1 
Fig. 2.1 Rectangular grid for 2- dimensional grid pattern 
 
To apply the difference method, to find a solution of 
a function Ф (x, t), we divided the solution of a 
function region in the x-t plane into equal rectangles 
or meshes of sides Δx and Δt as illustrated in Figure 
(2.2)[1]. 
 
We let the coordinates (x, t) of a typical grid point 
or node is: 
       j-1 
       j 
       j+1 
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X= iΔx,   i=0,1,2,     (2.11a) 
t= jΔt,   j=0,1,2,     (2.11b) 
Then value of ф at P is 
 
ФP= ф(iΔx, jΔt)=ф(i,j)      (2.12) 
 
with this notation the central difference 
approximations of the derivatives of ф at the  
(i, j)th node are [1]: 
 
    ( ) ( )ΔΧ
−−+≈
2
,1,1
| ,
jiji
jix
φφφ            (2.13a) 
 
    ( ) ( )
t
jiji
jit Δ
−−+≈
2
1,1,
| ,
φφφ        (2.13b) 
 
    ( ) ( ) ( )( )ΔΧ −+−+≈ 2, 1,,2,1| jijijijixx φφφφ      (2.13c) 
 
    ( ) ( ) ( )( )t jijijijitt Δ −+−+≈ 2, 1,,2,1| φφφφ      (2.13d) 
 
 
2.2.1 2-Dimensional Finite Difference Time Domain 
 
To derive the equations to be used as basic equations 
to simulate a lossy dielectric cylinder, consider the 
following relations: 
EE .
0
0
μ
ε=−          (2.14a) 
ED ε=          (2.14b) 
 
DD .1
00με=
−         (2.14c) 
 
Where: 
−
E  And −D are the normalized Electric field and 
magnetic flux respectively. 
 
rεεε 0=  is the dielectric constant. 
 8
=0ε  Permittivity of free space. 
=rε  Relative dielectric constant of the lossy medium 
 
Substitute equation (2.14b) into equation (2.14c), 
then 
 
ED εμε ..
1
00
=−         (2.15a) 
 
from equation (2.14b) we obtained the frequency domain 
equation 
( ) ( )wEwD r −= .*ε         (2.15b) 
but 
 
the time-dependent Maxwell's curl equation in free 
space [7] 
xE
t
H ∇−=∂
∂
0
*
1
μ         (2.15c) 
 
Substituting equation (2.14a) into equation (2.15c), 
we obtained 
−∇−= Ex
t
H
00
1
μεδ
δ         (2.15d) 
For three dimensional – simulation we will deal with 
six different fields, zandHyHxHzEyExE ,,,, . 
But for 2-D Dimensional Simulation we will consider 
only the transverse magnetic mode (TM) that composed 
of E z(electric field in Z direction), H x (magnetic 
field in X direction) and H y  (magnetic field density 
in Y direction)[7]. 
Hence eqs. (2.15a-2.15d) reduced to 
 
⎟⎟⎠
⎞
⎜⎜⎝
⎛
∂
∂−∂
∂=∂
∂
y
H
x
H
t
D xyz
00
1
με       (2.16a) 
 
)(.)( * wEwD zrz ε=         (2.16b) 
 
y
E
t
H zx
∂
∂−=∂
∂
00
1
με        (2.16c) 
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x
E
t
Hy z
δ
δ
μεδ
δ
00
1=         (2.16d) 
The symmetric interleaving of the fields to be 
calculated shown in Figure (2.2) 
 
 
Figure 2.2 Interleaving of the E and H 
Fields for the two-dimensional TM formulation 
 
Putting equations (2.16d) into finite difference 
scheme (see Appendix 1); the result is the following 
equations are: 
 
( ) ( ) ( ) ( )
( ) ( )
( ) ( )
⎟⎟⎠
⎞
⎜⎜⎝
⎛ −−
⎟⎟⎠
⎞
⎜⎜⎝
⎛
Δ
−−+−
⎟⎟⎠
⎞
⎜⎜⎝
⎛
Δ
−−+=Δ
−
−+
−+
2
,,..
2/1,2/1,1
,2/1,2/11,,
2/12/1
0
0
00
00
2/12/1
jiDjiD
x
jiHjiH
x
jiHjiH
t
jiDjiD
n
z
n
z
r
n
x
n
x
n
y
n
y
n
z
n
z
ε
μ
ε
σ
με
με
   (2.17a)
    
( ) ( )
( ) ( )( )
x
jiEjiE
t
jiHjiH
n
z
n
z
n
x
n
x
Δ
−+−
=Δ
+−+
++
+
,1,1
2/1,2/1,
2/12/1
00
2/1
με
 (2.17b) 
i+2i+1i-1
J+1 
j 
j-1 
Hx
HyHy
HyHy
Hy
EzEzEz 
EzEzEz 
EzEzEz 
Hy
Hx Hx
Hx Hx Hx
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( ) ( ) ( ) ( )( )
x
jiEjiE
t
jiHjiH nz
n
z
n
x
n
y
Δ
−+=Δ
+−+ +++ ,,11,2/1,2/1 2/12/1
00
2/1
με  (2.17c)
  
To change equation (2.15b) from frequency domain 
difference into time domain difference, assumed the 
dielectric medium is a lossy dielectric medium of the 
form 
 
( ) ( )wE
jw
w rr
0
*
ε
σεε +=  (Complex)     (2.18a) 
 
then equation (2.15b) becomes 
 
( ) ( ) ( )wE
jw
wEwD r
0
. ε
σε +=       (2.18b) 
 
using Fourier transform theory we get 
 
( ) ( ) ( )dttEtEtD tr ∫+=
00
.. ε
σε        (2.18c) 
 
By approximated the Integral as a summation over time 
step Δt 
 
∑
=
Δ+=
n
i
n
r
n EtED
00
.
ε
σε        (2.18d) 
By separating nE  from the rest of summation, we 
obtained 
 
∑−
=
Δ+Δ+=
1
000
...
n
i
in
n
r
n EtEtED ε
σ
ε
σε       (2.19a) 
 
Rearrangement of equation (2.19a) results in 
 
0
1
00
.
.
ε
σε
ε
σ
t
EtD
E
r
n
i
in
n
Δ+
Δ−
=
∑−
=        (2.19b) 
 
For simplicity let 
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∑
=
Δ=
n
i
in EtI
00
.
ε
σ            (2.19c) 
 
Substitute equation (2.19c) into equation (2.19b) we 
obtained 
 
0
1
.
ε
σε t
IDE
r
nn
n
Δ+
−=
−
        (2.20a) 
 
nnn EtII
0
1 .
ε
σ Δ+= −         (2.20b) 
 
For N dimensions, the minimum time Δt is given by 
 
 
0.cn
xt Δ≤Δ  
 
Where 
 
  Δx is the propagated distance. 
00
1
0 εμ≈c   Speed of wave propagation in free space. 
 
For 2 – dimensional [7] 
 
0.2 c
xt Δ≈Δ  
 
91036
1
0 xπε = , air permittivity (Farad/m). 
 
71040
−= xπμ , air permeability (Henry/m). 
 
81030 xc =  sm /2  
 
by rearranging equation (2.17a), we obtained 
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( ) ( )( )
( ) ( )( )
x
jiHjiH
jiHjiH
t
D
t
D
n
x
n
x
n
y
n
y
r
n
z
r
n
z
Δ
⎥⎥⎦
⎤
⎢⎢⎣
⎡
−−+−
−−+
+
⎟⎟⎠
⎞
⎜⎜⎝
⎛ −Δ=⎟⎟⎠
⎞
⎜⎜⎝
⎛ +Δ
−+
2/1,2/1,
,2/1,2/1
1
2
1
2
1
00
0
02/1
0
02/1
με
ε
μ
ε
σ
ε
μ
ε
σ
    (2.21a) 
 
Multiplying both sides of equation (2.21a) by Δt, we 
get 
 
( ) ( )( )
( ) ( )( )⎥⎥⎦
⎤
⎢⎢⎣
⎡
−−+−
−−+
Δ
Δ+
⎟⎟⎠
⎞
⎜⎜⎝
⎛ Δ−=⎟⎟⎠
⎞
⎜⎜⎝
⎛ Δ+ −+
2/1,2/1,
,2/1,2/11
2
.1
2
.1
00
0
02/1
0
02/1
jiHjiH
jiHjiH
x
t
tDtD
n
x
n
x
n
y
n
y
r
n
z
r
n
z
με
ε
μ
ε
σ
ε
μ
ε
σ
 (2.21b) 
 
But 
22
00
0
μεx
c
xt
Δ=Δ=Δ  
substitute Δt into equation (2.21b) 
 
( ) ( )
( ) ( )( )
( ) ( )( )⎥⎥⎦
⎤
⎢⎢⎣
⎡
−−+−
−−+
⎟⎟⎠
⎞
⎜⎜⎝
⎛ Δ+
+
⎟⎟⎠
⎞
⎜⎜⎝
⎛ Δ+
⎟⎟⎠
⎞
⎜⎜⎝
⎛ Δ−
= −+
2/1,2/1,
,2/1,2/1
2
.1
2
1
,
2
.1
2
.1
,
0
0
2/1
0
0
0
0
2/1
jiHjiH
jiHjiH
t
jiD
t
t
jiD
n
x
n
x
n
y
n
y
r
n
z
r
rn
z
ε
μ
ε
σ
ε
μ
ε
σ
ε
μ
ε
σ
  (2.21c) 
 
2.2.2 3-Dimensional FDTD 
 
3-dimensional FDTD is very much like two-dimensional 
except that we are using all vectors fields and each 
one is in three dimensions. 
In an isotropic medium, Maxwell's equations written as 
[1] 
 
t
H
∂
∂−=Ε×∇ μ        (2.22a) 
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t
EEH ∂
∂+=×∇ εσ        (2.22b) 
 
the vector Eq. (2.22a) represents a system of six 
scalar equations, which expressed in rectangular 
coordinate system as 
 
 
⎟⎟⎠
⎞
⎜⎜⎝
⎛ −=
y
E
z
E
t
H zyx
δ
δ
δ
δ
μδ
δ 1       (2.23a) 
 
⎟⎟⎠
⎞
⎜⎜⎝
⎛ −=
z
E
x
E
t
H xyy
δ
δ
δ
δ
μδ
δ 1       (2.23b) 
 
⎟⎟⎠
⎞
⎜⎜⎝
⎛ −=
x
E
y
E
t
H yxz
δ
δ
δ
δ
μδ
δ 1       (2.23c) 
 
x
Yzx E
z
H
y
H
t
E σδ
δ
δ
δ
εδ
δ −⎟⎟⎠
⎞
⎜⎜⎝
⎛ −= 1      (2.23d) 
 
y
zxy E
x
H
z
H
t
E σδ
δ
δ
δ
εδ
δ −⎟⎠
⎞⎜⎝
⎛ −= 1      (2.23e) 
 
z
xyz E
y
H
x
H
t
E σδ
δ
δ
δ
εδ
δ −⎟⎟⎠
⎞
⎜⎜⎝
⎛ −= 1      (2.23f) 
following the Yee's notation Figure (2.3), we define a 
grid point in the solution region as 
 
(i, j, k)≡(i∆x, j∆y, k∆z)    (2.24a) 
 
and any function of space and time as 
 
),,,(),,( tnkjiFkjiF n Δ≡ δδδ      (2.24b) 
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Figure 2.3: Position of the field components  
In a unit cell of the Yee's lattice 
 
Where zyx Δ=Δ=Δ=δ the space increment, ∆t is is the 
time increment, while i, j, k and n are integers, 
hence by using central finite difference approximation 
(Appendix A). Thus, we obtain the explicit finite 
difference approximation of Eqs. (2.23) as 
 
))2/1,1,(
)2/1,,(),2/1,(
)1,2/1,((
)2/1,2/1,((
)2/1,2/1,()2/1,2/1,( 2/12/1
++−
+++−
++
+++
++=++ −+
kjiE
kjiEkjiE
kjiE
x
kji
t
kjiHkjiH
n
z
n
z
n
y
n
y
n
z
n
z
δμ
δ
 (2.25a) 
))1,,2/1(
),,2/1()2/1,,(
)2/1,,1((
)2/1,2/1,((
)2/1,,2/1()2/1,,2/1( 2/12/1
++−
+++−
++
+++
++=++ −+
kjiE
kjiEkjiE
kjiE
x
kji
t
kjiHkjiH
n
x
n
x
n
z
n
z
n
y
n
y
δμ
δ
 (2.25b) 
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)),2/1,1(
),2/1,(),,2/1(
),1,2/1((
),2/1,2/1((
),2/1,2/1(),2/1,2/1( 2/12/1
kjiE
kjiEkjiE
kjiE
x
kji
t
kjiHkjiH
n
y
n
y
n
x
n
x
n
z
n
z
++−
+++−
++
+++
++=++ −+
δμ
δ
 (2.25c) 
⎥⎥
⎥⎥
⎥⎥
⎥
⎦
⎤
⎢⎢
⎢⎢
⎢⎢
⎢
⎣
⎡
++−
−++
−+
−++
++
+⎟⎟⎠
⎞
⎜⎜⎝
⎛
+
+−=+
+
+
+
+
+
)2/1,,2/1(
)2/1,,2/1(
),2/1,2/1(
,2/1,2/1(
),,2/1(
),,2/1((
),,2/1(
),,2/1(1),,2/1(
2/1
2/1
2/1
2/1
2/1
kjiH
kjiH
kjiH
kjiH
kji
t
kjiEx
kji
tkjikjiE
n
z
n
y
n
z
n
z
n
x
n
z
δε
δ
ε
δσ
(2.25d) 
 
⎥⎥
⎥⎥
⎥⎥
⎥
⎦
⎤
⎢⎢
⎢⎢
⎢⎢
⎢
⎣
⎡
++−
+−+
−+−
++
++
+⎟⎟⎠
⎞
⎜⎜⎝
⎛
+
+−=+
+
+
+
+
+
),2/1,2/1(
),2/1,2/1(
)2/1,2/1,(
)2/1,2/1,(
),2/1,(
),2/1,((
),2/1,(
),2/1,(1),2/1,(
2/1
2/1
2/1
2/1
2/1
kjiH
kjiH
kjiH
kjiH
kji
t
kjiEx
kji
tkjikjiE
n
z
n
z
n
x
n
x
n
y
n
y
δε
δ
ε
δσ
(2.25e) 
⎥⎥
⎥⎥
⎥⎥
⎥
⎦
⎤
⎢⎢
⎢⎢
⎢⎢
⎢
⎣
⎡
++−
+−+
+−−
++
++
+⎟⎟⎠
⎞
⎜⎜⎝
⎛
+
+−=+
+
+
+
+
+
)2/1,2/1,(
)2/1,2/1,(
)2/1,,2/1(
)2/1,,2/1(
),2/1,(
),2/1,((
)2/1,,(
)2/1,,(1)2/1,,(
2/1
2/1
2/1
2/1
2/1
kjiH
kjiH
kjiH
kjiH
kji
t
kjiEx
kji
tkjikjiE
n
x
n
x
n
y
n
y
n
z
n
z
δε
δ
ε
δσ
(2.25f) 
Notice from Eqs. (2.25a-2.25f), Fig.(2.3) the 
components of E and H interlaced within the unit cell 
and evaluated at alternate half-time steps. [1] 
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2.2.3 Absorbing Boundary Condition     
 
One of the major problem inherent in the standard 
FDTD, is that the requirement for artificial mesh 
truncation (boundary) condition. The artificial 
termination truncates the solution region electrically 
close to the radiating/scattering object, but 
effectively simulates the solution to infinity. These 
artificial termination conditions known as absorbing 
boundary conditions (ABCs) as they theoretically 
absorb incident and scattered fields. The accuracy of 
the ABCs dictates the accuracy of the FDTD method. The 
need for accurate ABCS has resulted in various types 
of ABCS, which fully discussed in [8]. This study for 
computational used one of the most flexible and 
efficient ABCs is the Perfect Matched Layer (PML), 
which was developed by Berenger [10]. 
 
In the perfectly matched layer (PML) truncation 
technique, an artificial layer of absorbing material 
placed around the outer boundary of the computational 
domain Figure (2.4). The goal is to ensure that a 
plane wave that is incident from FDTD free space to 
the PML region at an arbitrary angle is completely 
absorbed there without reflection, or in others words 
complete transmission of the incident plane wave at 
the interface between free space and PML region. 
    
  Figure 2.4 layer of absorbing material placed 
 around the outer boundary of the computational domain 
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2.3 Propagation in A Lossy Dielectric Medium 
 
To simulate propagation in a lossy dielectric media 
that have conductivity we will start with the time –
dependent Maxwell’s Curl equations general form: [7] 
  
       (2.26a) 
 
       (2.26b) 
Where J is the current density 
 
EJ .σ=                (2.26c) 
 
Where σ is the conductivity, substitute value of J 
into equation (2.26a) and dividing through by the 
dielectric constant, then equation (2.26a) become 
 
ExH
t
E
rr εε
σ
εεδ
δ
00
1 −∇=               (2.26d) 
 
Use of normalized units (Gaussian) where 
 
xEE
0
0
μ
ε=−               (2.26e) 
 
Now for simple one dimensional equation 
 
( ) ( ) ( )−
−
−−= tE
Z
tH
t
tE
x
r
y
r
x
000
.1 εε
σ
δ
δ
μεεδ
δ
     (2.26f) 
( ) ( )
Z
tE
t
tH xy
δ
δ
μεδ
δ −− −= .1
00
       (2.26g) 
 
Finite difference approximation is 
( ) ( )
( ) ( )
2
.
2
1
2
1
.1
2
1
2
1
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00
2
1
2
1
kEkE
x
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kEkE
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x
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yy
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nn
−
−
+
−
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⎟⎠
⎞⎜⎝
⎛ −−⎟⎠
⎞⎜⎝
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εε
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μεε   (2.26h) 
xE
t
H
JxH
t
∇−=
−∇=Ε
0
1
μδ
δ
δ
δε
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Chapter 3: Simulation of Scattering& Penetration 
 
Simulation of scattering and penetration done in different 
ways. There are several aspects of the process. The most 
important are: [3] 
 
? Configuration 
? Stability  
? Wave generation 
? Interaction wave/media 
? Process termination 
    
3.1 Configuration 
 
We will set up two simulations, involving the 
scattering and penetration of a simple structure by 
EM-waves, modeling of structure done according to [7]. 
The structure and surrounding media placed in   a grid 
to assign coordinates. 
 
3.2 Stability 
 
To ensure accuracy of the computed results, the 
spatial increment δ must be small compared to the 
wavelength (usually ≤ 10/λ ) or minimum dimension of the 
scatter. This amounts to having 10 or more cells per 
wavelength. To ensure the stability of the finite 
difference scheme, the time increment ∆t must satisfy 
the following stability condition [1,4]: 
 
2/1
222max
111
−
⎥⎦
⎤⎢⎣
⎡
Δ+Δ+Δ≤Δ zyxtu        (3.1) 
 
Where maxu  is the maximum wave phase velocity within 
model, since we are using a cubic cell with 
∆x=∆y=∆z=δ, Eq. (3.1) become 
 
n
tu 1max ≤Δδ          (3.2) 
Where n is the number of space dimensions. 
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3.3 Wave Generation 
 
The initial field components are obtained by 
simulating an incident plane wave either pulse or 
single-frequency plane wave. A desirable plane-wave 
source condition takes into account the scattered 
fields at the source plane. For the three-dimensional 
case, a typical wave source condition at plane y=j, 
(near y=0) is 
 
)2/1,,()2sin()2/1,,( ++←+ kjiEtfAkjiE nznz δπ     (3. 3) 
 
Where f is the irradiation frequency, at t=0 the plane 
wave source of frequency f is assumed to be turned on 
[1]. 
 
3.4 Interaction wave/media 
 
In the case of perfectly conducting structure, the 
boundary conditions becomes 
 
       (3.4) 
 
Resulting in some E, H components equal to zero 
[4]. 
 
3.5 Process termination 
 
In an iteration process, there is certain point 
where stepping can be terminated. Since there are 
no major differences between the new generated 
value of one point and its old value, hence by 
assuming large n we can expect relatively accurate 
result[4]. 
 
 
 
 
 
 
 
 
 
 
0,0 tantan == HE
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Chapter 4: Simulation set-up 
 
This chapter discusses the set-up of the numerical 
simulations to simulate the followings: 
 
a- Interaction of a dielectric cylinder by an EM plane 
wave to check the accuracy of code developed and the 
boundary conditions that introduced in the 
simulation, which will support the second 
simulation. 
b- Interaction of a spherical human head model 
(represented by a simple dielectric sphere) and  an 
EM plane wave to calculate the maximum energy 
deposition in human head tissue.  
 
4.1 Interaction of a dielectric cylinder by EM wave 
 
To simulate a plane wave in a 2D FDTD program, the 
problem space divided into two regions, the total 
field, and the scattered field. [7] 
 
Figure 4.1 Total field/scattered field space problems 
 
In 2-dimensional either every point in the problem 
space is in the total field or not, no points lies in 
the border. 
ja 
jb 
                 PML                              
 
Incident plane 
wave subtracted 
here 
Incident 
plane wave 
generated 
here 
ia ib 
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The FDTD conFigured in two-dimensional Cartesian 
coordinates with a computational dimensions Nx=50, 
Ny=50 with a total of 2500 cell (50x50). 
 
A 20 cm radius dielectric cylinder with 0.3 (s/m) 
conductivity and 30 permittivity located roughly in 
the middle of computational domain as in Figure (3.1). 
A point plane wave source with amplitude of 1000 V/m 
and 2.5 GHz frequency was injected on j=ja, between 
i=ia and i=ib where ia=ja=5 cells. The region of 
interest is the space problem dimension from ia=5 to 
ib=40, also from ja=5 cm to jb=40. The cell sizes are 
taken to be ∆x=∆y=1cm and ∆t is taken as 166 ps, hence 
for frequency equal 2.5 GHz one period corresponds to 
24∆t for a sinusoidal voltage. The simulation time is 
fixed to 1500 iteration is approximately equal to 63 
periods.     
 
4.1.1 Boundary Implementation in 2D FDTD 
Simulation 
 
The basic idea is this: if a wave is propagating in 
medium A and it impinges upon medium B, the amount of 
reflection dictated by the intrinsic impedances of the 
two media is 
 
  
BA
BA
ηη
ηη
+
−=Γ        (4.1) 
which are determined by the dielectric constants ε and 
permeability μ of the two media 
 
  ε
μη =          (4.2) 
 Put Eqs. (2.16a-2.16d) into Fourier domain, that t∂∂  
become jw. 
 
⎟⎟⎠
⎞
⎜⎜⎝
⎛
∂
∂−∂
∂=
y
H
x
H
cjwD xyz 0        (4.3a) 
)().().()( * wEwEwwD zzrz ε=        (4.3b) 
y
EcjwH zx ∂
∂−= 0         (4.3c) 
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x
EcjwH zy ∂
∂= 0         (4.3d) 
we eliminated ε and μ from the spatial derivatives in 
Eqs. (4.3), and then add a fictitious dielectric 
constants and permeability *** , FyFxFz andμμε  [7]: 
 
⎟⎟⎠
⎞
⎜⎜⎝
⎛
∂
∂−∂
∂=
y
H
x
H
cyxjwD xyFzFzz 0
** )().(. εε      (4.4a) 
)().().()( * wEwEwwD zzrz ε=        (4.4b) 
y
EcyxjwH zFxFxx ∂
∂−= 0** )().(. μμ       (4.4c) 
x
EcyxjwH zFyFyy ∂
∂= 0** )().(. μμ       (4.4d) 
 
In the direction perpendicular to the boundary (the x 
direction, for instance the relative permeability must 
be inverse of those in the other direction; i.e., 
 
*
* 1
Fy
Fx εε =         (4.5a) 
*
* 1
Fy
Fx μμ =         (4.5b) 
 
Assume that each of this complex quantity of the form 
is: 
 
0
*
ε
σεε
jw
Dm
FmFm +=  for m=x or y    (4.6a) 
0
*
μ
σμμ
jw
Hm
FmFm +=  for m= x or y    (4.6b) 
 
The following selection of parameters satisfy Eqs. 
(4.5) 
 
 1== FmFm με        (4.7a) 
 
000 ε
σ
μ
σ
ε
σ DHmDm ==        (4.7b) 
 
by implementing a PML only in the X direction. 
Therefore, we will retain only the x dependent values 
*
Fε  and *Fμ  in Eqs. (4.4) 
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⎟⎟⎠
⎞
⎜⎜⎝
⎛
∂
∂−∂
∂=
y
H
x
H
cxjwD xyFzz 0
* )(.ε  
y
EcxjwH zFxx ∂
∂−= 0* )(.μ  
x
EcxjwH zFyy ∂
∂= 0* )(.μ  
and use values of Eq.(4.7) 
 
⎟⎟⎠
⎞
⎜⎜⎝
⎛
∂
∂−∂
∂=⎟⎟⎠
⎞
⎜⎜⎝
⎛ +
y
H
x
H
cD
jw
xjw xyzD 0
0
)(1 ε
σ      (4.8a) 
 
y
EcH
jw
xjw zxD ∂
∂−=⎟⎟⎠
⎞
⎜⎜⎝
⎛ +
−
0
1
0
)(1 ε
σ       (4.8b) 
 
x
EcH
jw
xjw zyD ∂
∂=⎟⎟⎠
⎞
⎜⎜⎝
⎛ + 0
0
)(
1 ε
σ        (4.8c) 
 
Now take the left side of equation (4.8a) 
 
z
D
zz
D DxjwDD
jw
xjw
00
)()(
1 ε
σ
ε
σ +=⎟⎟⎠
⎞
⎜⎜⎝
⎛ +  
 
Moving to the time domain, and then taking the finite 
difference approximation, we get the following: 
 
⎥⎦
⎤⎢⎣
⎡ Δ−Δ−⎥⎦
⎤⎢⎣
⎡ +Δ=
++Δ
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z
n
z
z
Dz
…(4.9) 
Substitute the above Eq. into Eq.(4.8a) along with the 
spatial derivatives, we get 
 
⎥⎥⎦
⎤
⎢⎢⎣
⎡
−−+−
−−++
= −+
)2/1,()2/1,(
),2/1(),2/1(
.5.0).(2
),().(3),( 2/12/1
jiHjiH
jiHjiH
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jiDigijiD
n
y
n
x
n
y
n
y
n
z
n
z
  (4.10) 
 
where once again we have used the fact that 
  2/1).2/( 000 =Δ
Δ=Δ
Δ c
x
cx
c
x
t  
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the new parameters gi2 and gi3 are given by 
 
  
).2/().(1
1)(2
0εσ tiigi D Δ+=      (4.11a) 
 
  
).2/().(1
).2/().(1
)(3
0
0
εσ
εσ
ti
ti
igi
D
D
Δ+
Δ−=      (4.11b) 
An almost identical treatment of Eq.(4.8c) gives 
 
[ ]),(),2/1(.5.0).2/1(2
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).2/().2/1(1
1)2/1(2
0εσ tiifi D Δ++=+      (4.11d) 
 
).2/().2/1(1
).2/().2/1(1
)2/1(3
0
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εσ
εσ
ti
ti
ifi
D
D
Δ++
Δ+−=+      (4.11e) 
 
Equation (4.8b) required different treatment than the 
other previous two. 
 
⎟⎟⎠
⎞
⎜⎜⎝
⎛
∂
∂+∂
∂−=
y
E
jw
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y
EcjwH zDzx .
1.
)(
0
0 ε
σ      (4.12a) 
 
Since (1/jw) may be regarded as an integration 
operator over time and jw as derivative over time. The 
spatial derivative written as: 
 
x
ecurl
x
jiEjiE
y
E nz
n
zz
Δ−=Δ
−+≅∂
∂ ++ _),()1,( 2/12/1      (4.12b) 
 
Implementing this into an FDTD formulation gives 
 
⎥⎦
⎤⎢⎣
⎡
ΔΔ−Δ−−=Δ
+−+ ∑
=
+ T
n
D
n
x
n
x
x
ecurltx
x
ecurlc
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00
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ε
σ  (4.12c) 
 
Finally 
 
⎥⎥
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 = )2/1,(
2
).(_
.
)2/1,( 2/1
0
0 +Δ+Δ
Δ++ + jiItxecurl
x
tc
jiH nHxD
n
x ε
σ  (4.12d) 
 
Then Eq.(4.8b) implemented as the following series 
equations: 
 [ ])1,(),(_ 2/12/1 +−= ++ jiEjiEecurl nznz      (4.13a) 
 
ecurljiIjiI nHx
n
Hx _)2/1,()2/1,(
2/12/1 ++=+ −+     (4.13b) 
 
)2/1,().(1_.5.0)2/1,()2/1,( 2/12/1 ++++=+ ++ jiIifiecurljiHjiH nHxnxnx  (4.13c) 
with 
   fi1(i)= 
02
).(
ε
σ ti Δ      (4.14) 
In calculating the f and g parameters, it is not 
necessary to vary conductivities. Instead, we 
calculate an auxiliary parameter, 
 
   xn=
0
.
2 ε
σ tΔ  
That increases as it goes into the PML. The f and g 
parameters are then calculated. 
 
  ⎟⎟⎠
⎞
⎜⎜⎝
⎛=
pmllength
iixn
_
*333.0)(     (4.15a)
  
where i=1,2,…. Length_pml 
 
  )(1 ixnfi =        (4.15b) 
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⎞
⎜⎜⎝
⎛
+= )(1
1)(2
ixn
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  ⎟⎟⎠
⎞
⎜⎜⎝
⎛
+
−=
)(1
)(1)(3
ixn
ixnigi       (4.15d) 
 
The full sets of parameters associated with the PML 
used in simulation derived by Sullivan [7] are as 
follows: 
 
fi1(i)&fj1(j)  value from 0 to 0.333 
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fi2(i),gi2(i),fj2(j),&gj2(j)value from 1 to 0.75 
 
fi3(i),gi3(i),fj3(j),&gj3(j) value from 1 to o.5 
 
for electric field density Dz after implementing PML 
parameters becomes:[7] 
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In the Y direction Hy required similar implementation 
of PML parameters as in the X direction giving 
 
( ) ( )[ ]jiEjiEecurl nznz ,,1._ 2121 ++ −+=      (4.17a) 
 
( ) ( ) ecurljiIjiI nHynHy _,2/1,2/1 2121 ++=+ −+    (4.17b) 
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Finally the Hx at the x direction becomes 
 
( ) ( )[ ]1,,1._ 2121 +−+= ++ jiEjiEecurl nznz      (4.18a) 
 
( ) ( ) ecurljiIjiI nHxnHx _2/1,2/1, 2121 ++=+ −+     (3.18b) 
 
( ) ( )
 1/2)j(i, ++
++++=+
+
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).(1
_.5.0).2/1(22/1,).2/1(32/1,
n
Hx
n
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x
Iifi
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 (4.18c) 
 
 
 
4.2 Interaction of a spherical human head model 
            and an EM plane wave 
 
This simulation uses the theory documented in the IEEE 
Press Series on RF and Microwave Technology [7].  
"Electromagnetic simulation using the FDTD method" by D. 
M. Sullivan.  
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4.2.1 Media description: 
 
A single layered spherical is used to represent human 
head model, with electromagnetic brain tissues 
properties permittivity ( rε ) and conductivity (σ ) 
taken as average human head tissues properties, their 
values are shown in Table (4.1) with their 
corresponding frequencies. These values of 
permittivity and conductivity had has been used in a 
similar study [9], and implemented in this study for 
results comparison. 
 
Single Layered Head Properties  
Frequency Permittivity(Brain)
rε  
 
Conductivity(Brain) 
σ , (S/m) 
Remarks 
900MHz 45.805 0.766 
 
1800MHz 43.5448 1.15308 
For SAR 
calculation 
density of 
brain 
tissue=1030
kg/m³ 
 
 
Table 4.1 (Average Brain tissues dielectric properties [15]) 
 
 
4.2.2 Configurations: 
 
The FDTD is conFigured in 3-dimensional Cartesian 
coordinates. The computational dimensions are Nx=50, 
Ny=50 and Nz=50 with a total of 50x50x50 cells. A 
spherical human head model represented by a simple 
dielectric sphere with a diameter of 15.6 cm is 
located 10 cells away from x=0, y=0 and z=0 as in 
Figure (4.1) and 3 cells away from the source. For 
900MHz simulation Let the incident wave be a sine wave 
with 600mW/cm2 input power was injected on j=ja, 
between i=ia and i=ib where ia=ja=ka=10 cells. The 
region of interest is the space problem dimension from 
ia=10 to ib=37, from ja=10 cm to jb=37 cm and from 
ka=10 to kb=37. The cell size taken as 0.65cm, thus 
dx=dy=dz==d=0.65cm, hence dt=11ps. The choice of the 
grid size implies that the Diameter is (15.6/0.65)=24 
units (cells). For 900MHz calculation, one period 
corresponds to 101dt for sinusoidal voltage. The 
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simulation time fixed to 1000 iteration is 
approximately equal to 10 periods.   
    
 
 
Figure 4.2 Total field/scattered field space problems 
 
For 1800MHz calculation, input power of the source is 250 
mW/cm² with One period corresponds to 51dt, simulation time 
fixed to 1000 iteration and that gives a total simulation 
period of 20 periods. 
 
4.2.3 Boundary Implementation in 3-D FDTD Simulation 
 
The development of the PML for three dimensions is closely 
follows the two-dimension version. The only difference you 
deal with three dimensions instead of two-dimensions as 
follows: 
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we can rewrite Eq.(4.19a) as 
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Incident plane 
wave subtracted 
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Incident 
plane wave 
generated 
h
ia ib
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by rearranging Eq.(4.19b) we obtain 
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which is integration when it goes to the time domain 
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following the same math used in PML for 2-dimensions 
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4.2.4 Derivation Of The Analytical Solution 
  
4.2.4.1 The Cylindrical Scatter 
 
This derivation is derived as in [3]. Assume a 
cylinder, infinite to y with radius R and refractive 
index N in air, being interacted by +y directed plane 
wave described by 
 
 )sinexp( 1 θraE inc −=      (4.21) 
where 101 RNka =  . 
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According to [11], the transmitted field can be 
expressed as 
 
 ∑ −= )](*exp[)( 2 πθnirajcE nntrans    (4.22) 
 
with nJ  the cylindrical Bessel’s function of the first 
kind, and 102 RNka = , where 2N  is the refractive index of 
air. In Eq.(4.22), r represents the normalized 
distance to the center of the cylinder. As a result of 
the boundary conditions, the scattering coefficient nc  
is found from 
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where )2(nH  represents Hankel’s function of the second 
kind, as defined in [12]. The magnitude of the field 
of interest Ez, can easily be derived by taking the 
norm of Eq. (4.22). 
 
 4.2.4.2 The Spherical Scatter 
 
According to [3], a +z directed incident E-field, 
polarized to x, described by 
 
 )](exp[*0 kzwtiEE −=       (4.25) 
will give rise to transmitted field inside a 
dielectric sphere with radius R in air, which can be 
constructed as 
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n
n x
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iwtEE ∑∞
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1
0 )1(
12*)1(*]exp[*     (4.26) 
where 
 
 )1(**)1(* )1()1( kNdikMcx nnnnn +=     (4.27) 
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with k1 is the propagation constant inside the sphere. 
nM  and nN  are defined as 
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nj  and 1nP  represent the spherical Bessel function and 
the associated Legendre function of the first order, 
respectively. 
Again, the scattering coefficients are found using the 
boundary conditions. We will assume Rka *0=  and the 
refractive index 0/1 kkm = , where 
 
 1022 **1 εμwk =   for a lossy dielectric and 
 
 0022 **0 εμwk =  for a free space. 
 
It follows that 
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and 
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with )1(nh  the spherical Hankel function of the first 
kind. 
Notice that 
 
 [ ] [ ] )()()()( '' xxzxzxxzdxxz nnnn +==      (4.32) 
 
Since we are observing a +y directed incident wave, we 
can apply a simple rotation to the field in order to 
get our results using equations (4.25) to (4.30).  
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4.2.5 SAR Calculation  
 
For SAR calculation, the maximum energy deposition in 
human brain tissue calculated during FDTD simulation. 
The absorbed power depends upon conductivity σ  
(Siemens/meter), density of tissue ρ (kg/m³)RMS of 
Electrical field, At specific location SAR is defined 
in [14] by 
 
  SAR ( )kji ,,  = ( ) ( ) 2,,.,,
2
1 kjiEkjiρ
σ      
Where kji andEEE ,  are the RMS values of electric field 
strength in the three dimensions. The values of σ, ρ 
and the simulated frequency taken from Table (4.1).  
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Chapter 5: Results and Analysis 
 
This Chapter discusses the results and analysis of the two 
simulations, the first simulation simulates the interaction 
of a plane wave and a dielectric cylinder in 2D FDTD, and 
the second simulation simulated the interaction of a plane 
wave and biological tissues in 3D configuration. In the 
first simulation, the computation domain set to 50x50, 1cm 
cell size, 17 picoseconds time-step, 2.5 GHz simulated 
frequency, 1500 time-step, 63 simulation periods,30 
permittivity and 0.3 conductivity. The objective of first 
simulation is to check the accuracy of boundary conditions 
and code implementation to support developing of 3D 
simulation. Second simulation simulates the interaction of 
a biological tissue (spherical human head model) with a 
plane wave for 900MHz and 1800MHz frequencies respectively 
to determine energy deposition in human head model. 900MHz 
Simulation domain set-up to 50x50x50, 0.65 cm cell size, 11 
picoseconds time-step,55 permittivity, 1.23 conductivity, 
1000 time-steps and a total simulation periods of 10. For 
1800MHz simulation, the same parameters applied for 900MHz 
simulation applied here except the relative permittivity is 
53, 1.7 S/m conductivity a total periods of 20 periods.  
 
5. 1 Results 
 
Figure 5.1 shows the out-put of the  simulation of the 
interaction of a plane wave with a dielectric cylinder plotted 
against the analytical solution out-put for comaparison (see 
Appendix C) to check the validity of code used and boundary 
conditions implemented. In Figures (5.2i-5.2v), the 
electrical fields (Ez) propagate forward at different time 
cycles. Figure 5.3 shows the distribution of SAR in human 
head model for 900MHz simulation. Figure 5.4 represents the 
values and distribution of SAR obtained from 1800MHz 
simulation.  
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Figure 5.1 comparisons between numerical solution and 
analytical solution for cylinder wave interaction 
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 Fig. 5.2i: Propagation of wave at nstep=25 
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 Fig. 5.2ii: Propagation of wave at nstep=50 
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 Fig. 5.2iii: Propagation of wave at nstep=75 
 
 
 
 36
0 5 10 15 20 25 30 35 40
-160
-140
-120
-100
-80
-60
-40
-20
0
20
40
(iv) Propagation of wave at nstep=100
y=jdy
E
z(
V
/m
)
 Fig. 5.2iv: Propagation of wave at nstep=100 
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 Fig. 5.2v: Propagation of wave at nstep=150 
 
Fig.5.2(i-v):Electrical field Ez for different time scale 
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5.2 Analysis of results 
 
The electrical field (Ez) plots in Figure 5.1, shows the 
comparison between the study simulation result and the 
analytical solution for interaction of dielectric 
cylinder with a plane wave in 2D configuration. The 
result of comparison was satisfactory, hence this 
verified the accuracy of boundary conditions and code 
implementation. This verification is necessary, because 
the correct development of boundary conditions and code 
in 3D to simulate the interaction between a plane wave 
and biological tissue depend on the accuracy of 2D 
simulation setup. Figure 5.2i-5.2v show the propagation 
of wave in the forward direction with increasing of the 
number of iteration, this result agreed with the theory 
and also supports the certainty of validity of boundary 
conditions implemented in 2D simulation.  
 
For the main objective of the study, Figure 5.3 
illustrates the distribution of SAR in a human head for 
900MHz numerical simulation. The maximum value of SAR 
obtained is 1.25 W/kg. 
For 1800MHz simulation, Figure 5.4 shows the 
distribution of SAR in human head tissue, the maximum 
value of SAR obtained is 0.6 W/kg. Similar computations 
carried out for evaluation of the SAR distribution in a 
human head near a mobile cellular phone done in TURKEY, 
the maximum value of SAR obtained for 900MHz found to be 
1.2 W/kg and 0.75 W/kg [9]. For 1800MHz frequency 
simulation. Excellent agreement between the two studies 
is clearly seen from the comparison between the SAR 
values of both studies. The discrepancy came from the 
difference in sources used. This study applied a plane 
wave as a source while the compared study used a mobile 
cellular phone and considered all types of tissues 
comprised human head tissues while in our study, only 
the average brain tissues properties is taken.  
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Chapter 6: Conclusions 
 
There exists a variety of techniques that can be used to 
perform the required numerical simulation, each one of 
these techniques differs from the others in strength and 
weakness, but all are capable to handle complex geometries 
defining the problem prior to the analytical technique. 
 
The FDTD method adopted in this thesis is an efficient tool 
to study EM related problems. The correct configuration of 
the FDTD, together with the choosing of grid size and a 
suitable iteration will improve the accuracy of the 
simulation. 
 
The introduction of PML truncation technique ensures the 
complete transmission of the incident wave at the interface 
between free space and PML region and hence the accuracy of 
ABCs (Absorbing Boundary Conditions) dictates the accuracy 
of FDTD method. 
 
When a plane wave pulse is hitting a dielectric cylinder, 
it will start from the side and propagates towards the 
other side as the iteration steps are increased. 
 
The purposes behind choosing 900MHZ and 1800MHz frequencies 
values for simulation, is that because of practical usage 
of them in our daily life. 900MHz and 1800MHz are commonly 
used frequencies by GSM (Global System for Mobile 
Communication) and European DECT ( D igital E nhanced C ordless T 
elecommunications)  respectively  
 
In such type of simulation, the human head model obtained 
from medical imaging serves as a realistic model, the model 
used in our study is spherical human head model, which 
often adopted as an idealized representation of a real 
biological human head model, but it is less accurate. Also 
in the view of facts that a prolate spheroid can better 
approximate the geometry of a human head than a simple 
sphere model that used in this study, hence the above-
mentioned facts also explain the discrepancy in SAR values 
between the two compared studies. 
 
The accuracy of numerical simulation is totally depends on 
the reliability of electromagnetic parameter of the 
tissues. 
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There were some difficulties faced the researcher during 
the simulation phase as follows:- 
 
? Commercial software for simulation of electromagnetic 
related problem is available but at very high cost, 
nearly about 10,000 US Dollar which is unaffordable for 
the researcher. 
 
? At the beginning, the codes for simulation are written 
in Matlab, because Matlab has a nice output graphs. To 
execute a code of more than 200 lines with many loops, 
the execution of these codes takes long time, in the 
mid-way the researcher used C++ program, linked the 
output file from C++ to Matlab directory and plotted 
the graphs included in study (see Appendix D).   
 
Finally, the researcher recommended that:- 
 
? For universities and other institutions interested and 
concerned with electromagnetic related problems, it is 
recommendation to build a laboratory according to the 
international standards for electromagnetic research, 
also to make one of these electromagnetic commercial 
software available in server to serves researchers 
needs. 
 
? To continue future studies in electromagnetic related 
problems for Extra Low Frequency (ELF) including Power 
Transmission lines and power station house.    
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APPENDIX A: FINITE DIFFERENCE SCHEMES 
 
To construct finite difference approximation from a given 
differential equation, this essentially involves estimating 
derivative numerically. 
 
Given a f(x) shown below 
 
 Estimates for the derivative of f(x) at P using forward, 
backward, and central differences 
 
 
We can approximate its derivative, slope or the tangent at 
P by the slope of the arc PB, giving the forward- 
difference formula 
( ) ( ) ( )
x
xfxxf
xf Δ
−Δ+≈′ 000           (A.1) 
 
or the slope of the arc AP, yielding the backward-
difference formula 
 
( ) ( ) ( )
x
xxfxf
xf Δ
Δ−−≈′ 000         (A.2)  
 
A 
P 
B 
x0-Δx x0 x0+Δx 
f(x) 
x 
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or the slope of the arc AB, resulting in the central-
difference formula 
 
( ) ( ) ( )
x
xxfxxf
xf Δ
Δ−−Δ+≈′
2
00
0         (A.3)  
 
We can also estimate the second derivatives of f(x) as P as 
 
  
( ) ( ) ( )
( ) ( ) ( ) ( )
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or 
  
 ( ) ( ) ( ) ( )( )2 0000
2
x
xxfxfxxf
xf Δ
Δ−+−Δ+≈′′     (A.4) 
 
Any approximation of a derivative in terms of values at a 
discrete set of points is called finite difference 
approximation. 
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APPENDIX B: CODES FOR THE SIMULATIONS 
 
 
# include <math.h> 
# include <stdlib.h> 
# include <stdio.h> 
 
#define IE 50 
#define JE 50 
#define NFREQS 3 
 
Main () 
{ 
    float dz[IE][JE],ez[IE][JE],hx[IE][JE],hy[IE][JE]; 
    float ga[IE][JE],gb[IE][JE],iz[IE][JE]; 
    int l,m,n,i,j,ic,jc,nsteps,npml; 
    float ddx,dt,T,epsz,pi,epsilon,sigma; 
    float xn, xxn,xnum,xd,curl_e; 
    float t0,spread,pulse; 
    float gi1[IE],gi2[IE],gi3[IE]; 
    float gj1[JE],gj2[JE],gj3[IE]; 
    float fi1[IE],fi2[IE],fi3[JE]; 
    float fj1[JE],fj2[JE],fj3[JE]; 
    float ihx[IE][JE],ihy[IE][JE]; 
    FILE *fp; 
    float ez_inc[JE],hx_inc[JE]; 
    float ez_inc_low_m1,ez_inc_low_m2; 
    float ez_inc_high_m1,ez_inc_high_m2; 
    int ia,ib,ja,jb; 
    float radius,xdist,ydist,dist; 
//C program 2D FDTD, plane wave interact with  
//a dielectric cylinder.  
//This simulation depends on “Electromagnetic Simulation 
//Using FDTD” BOOK by D. M. Sullivan 
// This code modified by the researcher to simulate a 
//interaction of a plane wave with a dielectric cylinder
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    float freq[NFREQS],arg[NFREQS]; 
    float real_pt[NFREQS][IE][JE],imag_pt[NFREQS][IE][JE], 
    amp[IE][JE],phase[IE][JE]; 
    float real_in[5],imag_in[5],amp_in[5],phase_in[5]; 
 
 
    ic = 25;                                            
    jc = 24;                           
    ia = 5;                   
    ib = 40;    
    ja = 5; 
    jb =  40;      
    ddx = .01;                 /* Cell size */ 
    dt =ddx/6e8;               /* Time step */ 
    epsz = 8.8e-12; 
    pi=3.14159; 
 
    /* Initialize the arrays */ 
    for ( j=0; j < JE; j++ ) { 
       printf( "%2d  ",j); 
    ez_inc[j] = 0.; 
    hx_inc[j] = 0.; 
        for ( i=0; i < IE; i++ ) { 
            dz[i][j]= 0.0  ; 
            ez[i][j]= 0.0  ; 
            hx[i][j]= 0.0  ; 
           hy[i][j]= 0.0  ; 
            iz[i][j]= 0.0  ; 
            ihx[i][j]= 0.0  ; 
            ihy[i][j]= 0.0  ; 
            ga[i][j]= 1.0  ; 
            gb[i][j]= 0.0  ; 
            printf( "%5.2f ",ga[i][j]); 
       } 
       printf( " \n"); 
    } 
 
    /* Parameters for the Fourier Transforms */ 
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    freq[0] =  25.e8; 
    freq[1] = 25.e8; 
    freq[2] = 25.e8; 
 
   for ( n=0; n < NFREQS; n++) 
   { arg[n] = 2*pi*freq[n]*dt; 
   printf( "%d %6.2f %7.5f \n",n,freq[n]*1e-6,arg[n]); 
   } 
 
    /* Specify the dielectric cylinder */ 
 
       printf( "Cylinder radius (cells), epsilon,  
sigma --> "); 
       scanf("%f %f %f", &radius,&epsilon,&sigma); 
       printf( "Radius = %5.2f  Eps = %6.2f  
Sigma = %6.2f \n ",radius,epsilon,sigma); 
 
       for ( j = ja; j < jb; j++ ) { 
          for ( i=ia; i < ib; i++ ) { 
       xdist = (ic-i); 
       ydist = (jc-j); 
       dist = sqrt(pow(xdist,2.) + pow(ydist,2.)); 
  if( dist <= radius) { 
     ga[i][j] = 1./(epsilon + (sigma*dt/epsz)); 
     gb[i][j] = sigma*dt/epsz; 
                } 
           } 
        } 
 
      /* Write the ga field out to a file "Ga" */ 
       fp = fopen( "Ga","w"); 
       printf( " Ga  \n"); 
       for ( j=ja; j <= jb; j++ ) { 
          for ( i=ia; i <= ib; i++ ) { 
             printf( "%5.2f",ga[i][j]); 
             fprintf( fp,"%6.3f ",ga[i][j]); 
   } 
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             printf( " \n"); 
             fprintf( fp," \n"); 
       } 
 
       printf( " Gb  \n"); 
       for ( j=ja; j < jb; j++ ) { 
          for ( i=ia; i <= ib; i++ ) { 
             printf( "%5.2f",gb[i][j]); 
   } 
             printf( " \n"); 
       } 
        fclose(fp); 
 
    /* Calculate the PML parameters */ 
 
       for (i=0;i< IE; i++) { 
   gi1[i] = 0.0; 
   gi2[i] = 1.0; 
   gi3[i] = 1.0; 
   fi1[i] = 0.0; 
   fi2[i] = 1.0; 
   fi3[i] = 1.0; 
       } 
       for (j=0;j< IE; j++) { 
   gj1[j] = 0.0; 
   gj2[j] = 1.0; 
   gj3[j] = 1.0; 
   fj1[j] = 0.0; 
   fj2[j] = 1.0; 
   fj3[j] = 1.0; 
       } 
 
       printf( "Number of PML cells --> "); 
       scanf("%d", &npml); 
 
       for (i=0;i<= npml; i++) { 
        xnum  = npml - i; 
        xd  = npml; 
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        xxn = xnum/xd; 
        xn  = 0.25*pow(xxn,3.0); 
       printf(" %d %7.4f  %7.4f \n",i,xxn,xn); 
          gi1[i] = xn; 
          gi1[IE-1-i] = xn; 
          gi2[i] = 1.0/(1.0+xn); 
          gi2[IE-1-i] = 1.0/(1.0+xn); 
          gi3[i] = (1.0 - xn)/(1.0 + xn); 
          gi3[IE-i-1] = (1.0 - xn)/(1.0 + xn); 
       xxn = (xnum-.5)/xd; 
        xn  = 0.25*pow(xxn,3.0); 
          fi1[i] = xn; 
          fi1[IE-2-i] = xn; 
          fi2[i] = 1.0/(1.0+xn); 
          fi2[IE-2-i] = 1.0/(1.0+xn); 
          fi3[i] = (1.0 - xn)/(1.0 + xn); 
          fi3[IE-2-i] = (1.0 - xn)/(1.0 + xn); 
       } 
 
       for (j=0;j<= npml; j++) { 
       xnum  = npml - j; 
       xd  = npml; 
       xxn = xnum/xd; 
       xn  = 0.25*pow(xxn,3.0); 
      printf(" %d %7.4f  %7.4f \n",i,xxn,xn); 
          gj1[j] = xn; 
          gj1[JE-1-j] = xn; 
          gj2[j] = 1.0/(1.0+xn); 
          gj2[JE-1-j] = 1.0/(1.0+xn); 
          gj3[j] = (1.0 - xn)/(1.0 + xn); 
          gj3[JE-j-1] = (1.0 - xn)/(1.0 + xn); 
        xxn = (xnum-.5)/xd; 
        xn  = 0.25*pow(xxn,3.0); 
          fj1[j] = xn; 
          fj1[JE-2-j] = xn; 
          fj2[j] = 1.0/(1.0+xn); 
          fj2[JE-2-j] = 1.0/(1.0+xn); 
          fj3[j] = (1.0 - xn)/(1.0 + xn); 
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          fj3[JE-2-j] = (1.0 - xn)/(1.0 + xn); 
       } 
 
       printf("gi + fi \n"); 
       for (i=0; i< IE; i++) { 
           printf( "%2d  %5.2f  %5.2f  %5.2f \n", 
             i,gi1[i],gi2[i],gi3[i]), 
           printf( "     %5.2f  %5.2f  %5.2f \n ", 
         fi1[i],fi2[i],fi3[i]); 
       } 
 
       printf("gj + fj \n"); 
       for (j=0; j< JE; j++) { 
           printf( "%2d  %5.2f  %5.2f  %5.2f \n", 
                    j,gj1[j],gj2[j],gj3[j]), 
           printf( "     %5.2f  %5.2f  %5.2f \n ", 
         fj1[j],fj2[j],fj3[j]); 
       } 
 
    t0 = 25.0; 
    spread = 8.0; 
    T = 0; 
    nsteps = 1; 
 
while ( nsteps > 0 ) { 
       printf( "nsteps --> "); 
       scanf("%d", &nsteps); 
       printf("%d \n", nsteps); 
 
    for ( n=1; n <=nsteps ; n++)  { 
       T = T + 1; 
 
/*  ----   Start of the Main FDTD loop ----  */ 
 
      /* Calculate the incidnet Ez  */ 
      for (j=1; j< JE; j++) { 
         ez_inc[j] = ez_inc[j] + .5*(hx_inc[j-1]-hx_inc[j]); 
      } 
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    /* Fourier Tramsform of the incident field */ 
    for ( m=0; m < NFREQS ; m++ ) 
        {  real_in[m] = real_in[m] + 
 cos(arg[m]*T)*ez_inc[ja-1] ; 
    imag_in[m] = imag_in[m] - sin(arg[m]*T)*ez_inc[ja-1] ; 
 } 
 
      /* ABC for the incident buffer */ 
      ez_inc[0]      = ez_inc_low_m2; 
      ez_inc_low_m2  = ez_inc_low_m1; 
      ez_inc_low_m1  = ez_inc[1]; 
 
      ez_inc[JE-1]    = ez_inc_high_m2; 
      ez_inc_high_m2  = ez_inc_high_m1; 
      ez_inc_high_m1  = ez_inc[JE-2]; 
 
       /* Calculate the Dz field */ 
       for ( j=1; j < IE; j++ ) { 
          for ( i=1; i < IE; i++ ) { 
              dz[i][j] = gi3[i]*gj3[j]*dz[i][j] 
      + gi2[i]*gj2[j]*.5*( hy[i][j] - hy[i-1][j] 
           - hx[i][j] + hx[i][j-1]) ; 
          } 
       } 
 
       /*  Source */ 
 
       pulse =  1000*sin(2*pi*25*1e8*dt*T) ; 
         ez_inc[3] = pulse; 
       printf("%3.0f  %6.2f \n ",T,ez_inc[3]); 
       /* Incident Dz values */ 
 
       for (i=ia; i<= ib; i++ )  { 
          dz[i][ja] = dz[i][ja] + 0.5*hx_inc[ja-1]; 
          dz[i][jb] = dz[i][jb] - 0.5*hx_inc[jb]; 
       } 
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       /* Calculate the Ez field */ 
       for ( j=1; j < JE-1; j++ ) { 
          for ( i=1; i < IE-1; i++ ) { 
              ez[i][j] = ga[i][j]*( dz[i][j] - iz[i][j] ) ; 
       iz[i][j] = iz[i][j] + gb[i][j]*ez[i][j] ; 
          } 
       } 
 
       /* Calculate the Fourier transform of Ex. */ 
     for ( j=0; j < JE; j++ ) 
     {   for ( i=0; i < JE; i++ ) 
        {   for ( m=0; m < NFREQS; m++ ) 
           { real_pt[m][i][j]=real_pt[m][i][j] 
 + cos(arg[m]*T)*ez[i][j] ; 
             imag_pt[m][i][j] = imag_pt[m][i][j] 
 + sin(arg[m]*T)*ez[i][j] ; 
           } 
        } 
     } 
 
      /* Calculate the incident Hx */ 
      for (j=0; j< JE; j++) { 
         hx_inc[j] = hx_inc[j] + .5*(ez_inc[j]-ez_inc[j+1]); 
      } 
       /* Calculate the Hx field */ 
       for ( j=0; j < JE-1; j++ ) { 
          for ( i=0; i < IE; i++ ) { 
      curl_e =   ez[i][j] - ez[i][j+1]  ; 
      ihx[i][j] = ihx[i][j]  + fi1[i]*curl_e ; 
      hx[i][j] = fj3[j]*hx[i][j] 
        + fj2[j]*.5*(curl_e + ihx[i][j]); 
          } 
       } 
 
       /* Incident Hx values */ 
 
       for (i=ia; i<= ib; i++ )  { 
          hx[i][ja-1] = hx[i][ja-1] + .5*ez_inc[ja]; 
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          hx[i][jb]   = hx[i][jb] - .5*ez_inc[jb]; 
       } 
       /* Calculate the Hy field */ 
       for ( j=0; j <= JE-1; j++ ) { 
          for ( i=0; i < IE-1; i++ ) { 
      curl_e  = ez[i+1][j] - ez[i][j]; 
      ihy[i][j] = ihy[i][j]  + fj1[j]*curl_e ; 
      hy[i][j] = fi3[i]*hy[i][j] 
        + fi2[i]*.5*(curl_e + ihy[i][j]); 
          } 
       } 
 
       /* Incident Hy values */ 
       for (j=ja; j<= jb; j++ )  { 
          hy[ia-1][j] = hy[ia-1][j] - .5*ez_inc[j]; 
          hy[ib][j]   = hy[ib][j]   + .5*ez_inc[j]; 
       } 
    } 
/*  ----  End of the main FDTD loop ---- */ 
 
  /* Calculate the Fouier amplitude and phase of the incident 
pulse */ 
       for ( m=0; m < NFREQS; m++ ) 
       { amp_in[m]=sqrt(pow(real_in[m],2.) 
 + pow(imag_in[m],2.)); 
            phase_in[m] = atan2(imag_in[m],real_in[m]) ; 
      printf( "%d  Input Pulse :  %8.4f %8.4f 
 %8.4f %7.2f\n",m,real_in[m],imag_in[m], 
amp_in[m],(180.0/pi)*phase_in[m]); 
       } 
 
/* Calculate the Fouier amplitude and phase of the total 
field field */ 
       for ( m=0; m < NFREQS; m++ ) 
       { 
       if( m == 0)       fp = fopen( "amp1","w"); 
       else if( m == 1)  fp = fopen( "amp2","w"); 
       else if( m == 2)  fp = fopen( "amp3","w"); 
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       {   printf( "%2d  %7.2f  MHz\n",m,freq[m]*1.e-6); 
           for ( j=ja; j <= jb; j++ ) 
           {  if( ga[ic][j] < 1.00 ) 
              {  amp[ic][j]  = (1./amp_in[m]) 
                 *sqrt( pow(real_pt[m][ic][j],2.) +        
pow(imag_pt[m][ic][j],2.)); 
                 printf( "%2d %9.4f \n",jc-j,amp[ic][j]); 
                 fprintf( fp," %9.4f \n",amp[ic][j]); 
               } 
           } 
        } 
        fclose(fp); 
 } 
 
        /* Write the E field out to a file "Ez" */ 
       fp = fopen( "EZ.txt","w"); 
       for ( j=5; j < jb; j++ ) { 
    for ( i=0; i < ic; i++ ) {  */ 
             fprintf( fp," %6.3f\n ",ez[25][j]); 
   } 
             fprintf( fp," \n"); 
        }   
       printf("T = %3.0f  \n ",T); 
 
        fclose(fp); 
} 
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-------------------------------------------------- 
 
# include <math.h> 
# include <stdlib.h> 
# include <stdio.h> 
 
#define IE  50 
#define JE  50 
#define KE  50 
#define ia   7 
#define ja   7 
#define ka   7 
#define NFREQS 3 
 
    float dx[IE][JE][KE],dy[IE][JE][KE],dz[IE][JE][KE]; 
    float ex[IE][JE][KE],ey[IE][JE][KE],ez[IE][JE][KE]; 
    float hx[IE][JE][KE],hy[IE][JE][KE],hz[IE][JE][KE]; 
    float ix[IE][JE][KE],iy[IE][JE][KE],iz[IE][JE][KE]; 
    float ax[IE][JE][KE],gay[IE][JE][KE],gaz[IE][JE][KE]; 
    float bx[IE][JE][KE],gby[IE][JE][KE],gbz[IE][JE][KE]; 
    int l,m,n,i,j,k,ic,jc,kc,nsteps,n_pml; 
    float ddx,dt,T,epsz,muz,pi,eaf,npml; 
    int ib,jb,kb; 
    float xn,xxn,xnum,xd,curl_e; 
    float t0,spread,pulse; 
    FILE *fp, *fopen(); 
    float ez_inc[JE],hx_inc[JE]; 
//C program 3D FDTD, plane wave on a dielectric sphere.  
// This simulation depends on theory obtained from 
//“Electromagnetic Simulation Using FDTD” BOOK by D. M. 
//Sullivan 
// This code modified by the researcher to simulate a 
//single human head layer represented by sphere to 
//calculate SAR 
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    float ez_low_m1,ez_low_m2,ez_high_m1,ez_high_m2; 
    float idxl[ia][JE][KE],idxh[ia][JE][KE]; 
    float ihxl[ia][JE][KE],ihxh[ia][JE][KE]; 
      float idyl[IE][ja][KE],idyh[IE][ja][KE]; 
      float ihyl[IE][ja][KE],ihyh[IE][ja][KE]; 
      float idzl[IE][JE][ka],idzh[IE][JE][ka]; 
      float ihzl[IE][JE][ka],ihzh[IE][JE][ka]; 
      int ixh, jyh, kzh; 
 
      float gi1[IE],gi2[IE],gi3[IE]; 
      float gj1[JE],gj2[JE],gj3[JE]; 
      float gk1[KE],gk2[KE],gk3[KE]; 
      float fi1[IE],fi2[IE],fi3[IE]; 
      float fj1[JE],fj2[JE],fj3[JE]; 
      float fk1[KE],fk2[KE],fk3[KE]; 
 float sarx[IE][JE][KE],sary[IE][JE][KE], 
 sarz[IE][JE][KE]; 
      float SAR[IE][JE][KE]; 
     float curl_h,curl_d; 
 
     float radius[10],epsilon[10],sigma[10],eps,cond; 
     int ii,jj,kk,numsph; 
     float dist,xdist,ydist,zdist; 
     float freq[NFREQS],arg[NFREQS]; 
    float real_pt[NFREQS][IE][JE], 
    imag_pt[NFREQS][IE][JE]; 
    float amp[IE][JE],phase[IE][JE]; 
    float real_in[5],imag_in[5],amp_in[5],phase_in[5]; 
 
 main () 
{ 
 
    ddx = 3E-3;       /* Cell size */ 
 
    ic =  20 ; 
    jc =  20 ; 
    kc =  20 ; 
    ib =  IE - ia - 1; 
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    jb =  JE - ja - 1; 
    kb =  KE - ka - 1; 
    pi =   3.14159; 
    epsz = 8.8e-12; 
    muz  = 4*pi*1.e-7; 
    dt = ddx/6e8;              /* Time steps */ 
 
    /* Initialize the arrays */ 
    for ( j=0; j < JE; j++ ) { 
       ez_inc[j] = 0.; 
       hx_inc[j] = 0.; 
       for ( k=0; k < KE; k++ ) { 
           for ( i=0; i < IE; i++ ) { 
           ex[i][j][k]= 0.0 ; 
           ey[i][j][k]= 0.0 ; 
           ez[i][j][k]= 0.0 ; 
           dx[i][j][k]= 0.0 ; 
           dy[i][j][k]= 0.0 ; 
           dz[i][j][k]= 0.0 ; 
           hx[i][j][k]= 0.0 ; 
           hy[i][j][k]= 0.0 ; 
           hz[i][j][k]= 0.0 ; 
           ix[i][j][k]= 0.0 ; 
           iy[i][j][k]= 0.0 ; 
           iz[i][j][k]= 0.0 ; 
           gax[i][j][k]= 1. ; 
           gay[i][j][k]= 1. ; 
           gaz[i][j][k]= 1. ; 
           gbx[i][j][k]= 0. ; 
           gby[i][j][k]= 0. ; 
           gbz[i][j][k]= 0. ; 
    }  }   } 
 
    for ( n=0; i < NFREQS; n++ ) { 
       real_in[n] = 0.; 
       imag_in[n] = 0.; 
       for ( j=0; j < JE; j++ ) { 
          for ( i=0; i < IE; i++ ) { 
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             real_pt[n][i][j] = 0.; 
             imag_pt[n][i][j] = 0.; 
    }  }  } 
 
    /* Parameters for the Fourier Transforms */ 
 
    freq[0] =  43.e8; 
    freq[1] =  43.e8; 
    freq[2] =  43.e8; 
 
    for ( n=0; n < NFREQS; n++) 
    {arg[n] = 2*pi*freq[n]*dt; 
    printf( "%2d %6.2f %7.5f \n",n,freq[n]*1.e-6,arg[n]); 
    } 
 
    for ( i=0; i < ia; i++ ) { 
       for ( j=0; j < JE; j++ ) { 
          for ( k=0; k < KE; k++ ) { 
           idxl[i][j][k] = 0.0; 
           idxh[i][j][k] = 0.0; 
           ihxl[i][j][k] = 0.0; 
           ihxh[i][j][k] = 0.0; 
    }   }  } 
 
    for ( i=0; i < IE; i++ ) { 
       for ( j=0; j < ja; j++ ) { 
          for ( k=0; k < KE; k++ ) { 
           idyl[i][j][k] = 0.0; 
           idyh[i][j][k] = 0.0; 
           ihyl[i][j][k] = 0.0; 
           ihyh[i][j][k] = 0.0; 
    }   }  } 
 
    for ( i=0; i < IE; i++ ) { 
       for ( j=0; j < JE; j++ ) { 
          for ( k=0; k < ka; k++ ) { 
           idzl[i][j][k] = 0.0; 
           idzh[i][j][k] = 0.0; 
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           ihzl[i][j][k] = 0.0; 
           ihzh[i][j][k] = 0.0; 
    }   }  } 
 
  /*   Boundary Conditions */ 
 
      for ( i=0; i < IE; i++ ) { 
      gi1[i] = 0.; 
      fi1[i] = 0.; 
      gi2[i] = 1.; 
      fi2[i] = 1.; 
      gi3[i] = 1.; 
      fi3[i] = 1.; 
      } 
 
      for ( j=0; j < JE; j++ ) { 
      gj1[j] = 0.; 
      fj1[j] = 0.; 
      gj2[j] = 1.; 
      fj2[j] = 1.; 
      gj3[j] = 1.; 
      fj3[j] = 1.; 
      } 
 
      for ( k=0; k < IE; k++ ) { 
      gk1[k] = 0.; 
      fk1[k] = 0.; 
      gk2[k] = 1.; 
      fk2[k] = 1.; 
      gk3[k] = 1.; 
      fk3[k] = 1.; 
      } 
 
       printf( "npml --> "); 
       scanf("%f", &npml); 
       printf("%f \n", npml); 
       n_pml = npml; 
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      for ( i=0; i < n_pml; i++ ) { 
        xxn = (npml-i)/npml; 
        xn  = .33*pow(xxn,3.); 
         printf( "%d xn =  %8.4f xn = %8.4f \n", 
                  i,xxn,xn); 
        fi1[i] = xn; 
        fi1[IE-i-1] = xn; 
        gi2[i] = 1./(1.+xn); 
        gi2[IE-i-1] = 1./(1.+xn); 
        gi3[i] = (1.-xn)/(1.+xn); 
        gi3[IE-i-1] = (1.-xn)/(1.+xn); 
       xxn = (npml-i-.5)/npml; 
        xn  = .33*pow(xxn,3.); 
        gi1[i] = xn; 
        gi1[IE-i-2] = xn; 
        fi2[i] = 1./(1.+xn); 
        fi2[IE-i-2] = 1./(1.+xn); 
        fi3[i] = (1.-xn)/(1.+xn); 
        fi3[IE-i-2] = (1.-xn)/(1.+xn); 
      } 
 
       printf( "f \n"); 
      for ( i=0; i < IE; i++ ) { 
         printf( "%2d  %6.4f %6.4f %6.4f %6.4f\n", 
            i,fi1[i],gi2[i],gi3[i]); 
         printf( "    %6.4f %6.4f %6.4f %6.4f\n", 
              gi1[i],fi2[i],fi3[i]); 
      } 
 
      for ( j=0; j < n_pml; j++ ) { 
        xxn = (npml-j)/npml; 
        xn  = .33*pow(xxn,3.); 
        fj1[j] = xn; 
        fj1[JE-j-1] = xn; 
        gj2[j] = 1./(1.+xn); 
        gj2[JE-j-1] = 1./(1.+xn); 
    gj3[j] = (1.-xn)/(1.+xn); 
gj3[JE-j-1] = (1.-xn)/(1.+xn); 
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        xxn = (npml-j-.5)/npml; 
        xn  = .33*pow(xxn,3.); 
         gj1[j] = xn; 
         gj1[JE-j-2] = xn; 
         fj2[j] = 1./(1.+xn); 
         fj2[JE-j-2] = 1./(1.+xn); 
         fj3[j] = (1.-xn)/(1.+xn); 
         fj3[JE-j-2] = (1.-xn)/(1.+xn); 
      } 
 
       printf( "fj & gj \n"); 
       for ( j=0; j < JE; j++ ) { 
           printf( "%2d  %6.4f %6.4f %6.4f %6.4f\n", 
            j,fj1[j],gj2[j],gj3[j]); 
           printf( "    %6.4f %6.4f %6.4f %6.4f\n", 
            gj1[j],fj2[j],fj3[j]); 
      } 
 
      for ( k=0; k < n_pml; k++ ) { 
        xxn = (npml-k)/npml; 
        xn  = .33*pow(xxn,3.); 
        fk1[k] = xn; 
        fk1[KE-k-1] = xn; 
        gk2[k] = 1./(1.+xn); 
        gk2[KE-k-1] = 1./(1.+xn); 
        gk3[k] = (1.-xn)/(1.+xn); 
        gk3[KE-k-1] = (1.-xn)/(1.+xn); 
        xxn = (npml-k-.5)/npml; 
        xn  = .33*pow(xxn,3.); 
        gk1[k] = xn; 
        gk1[KE-k-2] = xn; 
        fk2[k] = 1./(1.+xn); 
        fk2[KE-k-2] = 1./(1.+xn); 
        fk3[k] = (1.-xn)/(1.+xn); 
        fk3[KE-k-2] = (1.-xn)/(1.+xn); 
      } 
 
       printf( "fk & gk \n"); 
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      for ( k=0; k < JE; k++ ) { 
         printf( "%2d  %6.4f %6.4f %6.4f %6.4f\n", 
            k,fk1[k],gk2[k],gk3[k]); 
         printf( "    %6.4f %6.4f %6.4f %6.4f\n", 
              gk1[k],fk2[k],fk3[k]); 
      } 
 
    /* Specify the dielectric sphere */ 
 
       epsilon[0] = 1.; 
       sigma[0]   = 0; 
 
       printf( "Number spheres --> "); 
       scanf("%d", &numsph); 
          printf( "numsph= %d \n ",numsph); 
 
       for (n = 1; n <= numsph; n++) { 
          printf( "Sphere radius (cells), epsilon, 
 sigma --> "); 
     scanf("%f %f %f", &radius[n],  
&epsilon[n], &sigma[n]); 
          printf( "Radius = %6.2f  Eps = %6.2f 
 Sigma = %6.2f \n ", 
      radius[n],epsilon[n],sigma[n]); 
       } 
 
       for (n = 0; n <= numsph; n++) { 
          printf( "Radius = %5.2f  Eps = %6.2f  
Sigma = %6.2f \n ", 
          radius[n],epsilon[n],sigma[n]); 
       } 
 
    /*       Calculate gax,gbx  */ 
       for ( i = ia; i < ib; i++ ) { 
       for ( j = ja; j < jb; j++ ) { 
       for ( k = ka; k < kb; k++ ) { 
       eps = epsilon[0]; 
       cond = sigma[0]; 
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         ydist = (jc-j); 
             xdist = (ic-i-.5); 
         zdist = (kc-k); 
         dist = sqrt(pow(xdist,2.) + pow(ydist,2.)  
+ pow(zdist,2.)); 
                for (n=1; n<= numsph; n++) { 
             if( dist <= radius[n]) { 
            eps  =  epsilon[n]; 
        cond =  sigma[n] ; 
                   } 
                } 
      gax[i][j][k] = 1./(eps + (cond*dt/epsz)); 
      gbx[i][j][k] = cond*dt/epsz; 
        }}} 
 
       printf( " Gax  \n"); 
       for ( j=ja; j <= jb; j++ ) { 
          printf( "%3d",j); 
          for ( i=ia; i <= ib; i++ ) { 
             printf( "%5.2f",gax[i][j][kc]); 
          }  printf( " \n"); 
       } fclose(fp); 
 
    /*       Calculate gay,gby  */ 
       for ( i = ia; i < ib; i++ ) { 
       for ( j = ja; j < jb; j++ ) { 
       for ( k = ka; k < kb; k++ ) { 
       eps = epsilon[0]; 
       cond = sigma[0]; 
         xdist = (ic-i); 
             ydist = (jc-j-.5); 
         zdist = (kc-k); 
         dist = sqrt(pow(xdist,2.) + pow(ydist,2.) 
 + pow(zdist,2.)); 
         for (n=1; n<= numsph; n++) { 
         if( dist <= radius[n]) { 
         eps  = epsilon[n] ; 
     cond = sigma[n] ; 
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                   } 
                } 
      gay[i][j][k] = 1./(eps + (cond*dt/epsz)); 
      gby[i][j][k] = cond*dt/epsz; 
        }}} 
 
       printf( " Gay  \n"); 
       for ( j=ja; j <= jb; j++ ) { 
          printf( "%3d",j); 
          for ( i=ia; i <= ib; i++ ) { 
             printf( "%5.2f",gay[i][j][kc]); 
          }  printf( " \n"); 
       } fclose(fp); 
 
    /*       Calculate gaz,gbz  */ 
       for ( i = ia; i < ib; i++ ) { 
       for ( j = ja; j < jb; j++ ) { 
       for ( k = ka; k < kb; k++ ) { 
       eps = epsilon[0]; 
       cond = sigma[0]; 
         xdist = (ic-i); 
         ydist = (jc-j); 
             zdist = (kc-k-.5); 
         dist = sqrt(pow(xdist,2.) + pow(ydist,2.) 
 + pow(zdist,2.)); 
                for (n=1; n<= numsph; n++) { 
            if( dist <= radius[n]) { 
           eps  =  epsilon[n] ; 
       cond =  sigma[n]; 
                }  } 
      gaz[i][j][k] = 1./(eps + (cond*dt/epsz)); 
      gbz[i][j][k] = cond*dt/epsz; 
        }}} 
 
       printf( " Gaz  \n"); 
       for ( j=ja; j <= jb; j++ ) { 
          printf( "%3d",j); 
          for ( i=ia; i <= ib; i++ ) { 
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             printf( "%5.2f",gaz[i][j][kc]); 
          }  printf( " \n"); 
       } fclose(fp); 
 
    t0 = 40.0; 
    spread = 10.0; 
    T = 0; 
    nsteps = 1; 
 
while ( nsteps > 0 ) { 
       printf( "nsteps --> "); 
       scanf("%d", &nsteps); 
       printf("%d \n", nsteps); 
 
    for ( n=1; n <=nsteps ; n++)  { 
       T = T + 1; 
 
/*  ----   Start of the Main FDTD loop ----  */ 
 
    /* Calculate the incident buffer */ 
 
          for ( j=1; j < JE; j++ ) { 
            ez_inc[j] = ez_inc[j] + .5*( hx_inc[j-1] 
 - hx_inc[j] ); 
          } 
 
    /* Fourier Tramsform of the incident field */ 
        for ( m=0; m < NFREQS ; m++ ) 
  {  real_in[m] = real_in[m] 
+ cos(arg[m]*T)*ez_inc[ja-1] ; 
imag_in[m] = imag_in[m] - 
sin(arg[m]*T)*ez_inc[ja-1] ; 
 } 
 
       /*  Source */ 
 
     pulse =  86.83*sin(2*pi*43*1e8*dt*T); 
     ez_inc[3]  = pulse; 
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     printf("%4.0f  %6.2f \n ",T,pulse); 
 
    /* Boundary conditions for the incident buffer*/ 
 
      ez_inc[0] = ez_low_m2; 
      ez_low_m2 = ez_low_m1; 
      ez_low_m1 = ez_inc[1]; 
      ez_inc[JE-1]  = ez_high_m2; 
      ez_high_m2 = ez_high_m1; 
      ez_high_m1 = ez_inc[JE-2]; 
 
       /* Calculate the Dx field */ 
 
      for ( i=1; i < ia; i++ ) { 
         for ( j=1; j < JE; j++ ) { 
            for ( k=1; k < KE; k++ ) { 
         curl_h = ( hz[i][j][k] - hz[i][j-1][k] 
                  - hy[i][j][k] + hy[i][j][k-1]) ; 
                idxl[i][j][k] = idxl[i][j][k] + curl_h; 
                dx[i][j][k] = gj3[j]*gk3[k]*dx[i][j][k] 
           + gj2[j]*gk2[k]*.5*(curl_h  
+ gi1[i]*idxl[i][j][k]); 
      }  }  } 
 
       for ( i=ia; i <= ib; i++ ) { 
          for ( j=1; j < JE; j++ ) { 
             for ( k=1; k < KE; k++ ) { 
          curl_h = ( hz[i][j][k] - hz[i][j-1][k] 
                  - hy[i][j][k] + hy[i][j][k-1]) ; 
                dx[i][j][k] = gj3[j]*gk3[k]*dx[i][j][k] 
                     + gj2[j]*gk2[j]*.5*curl_h ; 
      }  }  } 
 
       for ( i=ib+1; i < IE; i++ ) { 
          ixh = i - ib - 1; 
          for ( j=1; j < JE; j++ ) { 
             for ( k=1; k < KE; k++ ) { 
         curl_h = ( hz[i][j][k] - hz[i][j-1][k] 
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                  - hy[i][j][k] + hy[i][j][k-1]) ; 
                idxh[ixh][j][k] = idxh[ixh][j][k]  
+ curl_h; 
                dx[i][j][k] = gj3[j]*gk3[k]*dx[i][j][k] 
       + gj2[j]*gk2[k]*.5*(curl_h  
+ gi1[i]*idxh[ixh][j][k]); 
      }  }  } 
 
       /* Calculate the Dy field */ 
 
       for ( i=1; i < IE; i++ ) { 
          for ( j=1; j < ja; j++ ) { 
             for ( k=1; k < KE; k++ ) { 
         curl_h = ( hx[i][j][k] - hx[i][j][k-1] 
                  - hz[i][j][k] + hz[i-1][j][k]) ; 
                idyl[i][j][k] = idyl[i][j][k] + curl_h; 
                dy[i][j][k] = gi3[i]*gk3[k]*dy[i][j][k] 
         + gi2[i]*gk2[k]*.5*( curl_h 
    + gj1[j]*idyl[i][j][k]); 
      }  } } 
 
       for ( i=1; i < IE; i++ ) { 
          for ( j=ja; j <= jb; j++ ) { 
             for ( k=1; k < KE; k++ ) { 
         curl_h = ( hx[i][j][k] - hx[i][j][k-1] 
                  - hz[i][j][k] + hz[i-1][j][k]) ; 
                dy[i][j][k] = gi3[i]*gk3[k]*dy[i][j][k] 
                     + gi2[i]*gk2[k]*.5* curl_h ; 
      }  }  } 
 
       for ( i=1; i < IE; i++ ) { 
          for ( j=jb+1; j < JE; j++ ) { 
             jyh = j - jb - 1; 
             for ( k=1; k < KE; k++ ) { 
         curl_h = ( hx[i][j][k] - hx[i][j][k-1] 
                  - hz[i][j][k] + hz[i-1][j][k]) ; 
                idyh[i][jyh][k] = idyh[i][jyh][k] 
+ curl_h; 
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                dy[i][j][k] = gi3[i]*gk3[k]*dy[i][j][k] 
             + gi2[i]*gk2[k]*.5*( curl_h 
+ gj1[j]*idyh[i][jyh][k]); 
      }  }  } 
 
       /* Incident Dy */ 
       for ( i=ia; i <= ib; i++ ) { 
          for ( j=ja; j <= jb-1; j++ ) { 
             dy[i][j][ka]= dy[i][j][ka]-.5*hx_inc[j]; 
             dy[i][j][kb+1] = dy[i][j][kb+1]  
+ .5*hx_inc[j]; 
       }  } 
 
       /* Calculate the Dz field */ 
 
       for ( i=1; i < IE; i++ ) { 
          for ( j=1; j < JE; j++ ) { 
             for ( k=0; k < ka; k++ ) { 
          curl_h = ( hy[i][j][k] - hy[i-1][j][k] 
                  - hx[i][j][k] + hx[i][j-1][k]) ; 
                idzl[i][j][k] = idzl[i][j][k] + curl_h; 
                dz[i][j][k] = gi3[i]*gj3[j]*dz[i][j][k] 
         + gi2[i]*gj2[j]*.5*( curl_h  
    + gk1[k]*idzl[i][j][k] ); 
      }  }  } 
 
       for ( i=1; i < IE; i++ ) { 
          for ( j=1; j < JE; j++ ) { 
    for ( k=ka; k <= kb; k++ ) { 
         curl_h = ( hy[i][j][k] - hy[i-1][j][k] 
                  - hx[i][j][k] + hx[i][j-1][k]) ; 
             dz[i][j][k] = gi3[i]*gj3[j]*dz[i][j][k] 
                     + gi2[i]*gj2[j]*.5* curl_h ; 
      }  }  } 
 
      for ( i=1; i < IE; i++ ) { 
         for ( j=1; j < JE; j++ ) { 
            for ( k=kb+1; k < KE; k++ ) { 
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            kzh = k - kb - 1; 
         curl_h = ( hy[i][j][k] - hy[i-1][j][k] 
                  - hx[i][j][k] + hx[i][j-1][k]) ; 
                idzh[i][j][kzh] = idzh[i][j][kzh]  
+ curl_h; 
                dz[i][j][k] = gi3[i]*gj3[j]*dz[i][j][k] 
             + gi2[i]*gj2[j]*.5*( curl_h 
 + gk1[k]*idzh[i][j][kzh] ); 
      }  }  } 
 
       /* Incident Dz */ 
       for ( i=ia; i <= ib; i++ ) { 
          for ( k=ka; k <= kb; k++ ) { 
             dz[i][ja][k] = dz[i][ja][k] +  
.5*hx_inc[ja-1]; 
             dz[i][jb][k] = dz[i][jb][k] - .5*hx_inc[jb]; 
       }  } 
 
       for ( i=1; i < IE-1; i++ ) { 
          for ( j=1; j < JE-1; j++ ) { 
             for ( k=1; k < KE-1; k++ ) { 
      ex[i][j][k] = gax[i][j][k]*(dx[i][j][k] 
 - ix[i][j][k]); 
          ix[i][j][k] = ix[i][j][k]  
+ gbx[i][j][k]*ex[i][j][k]; 
      ey[i][j][k] = gay[i][j][k]*(dy[i][j][k]  
- iy[i][j][k]); 
          iy[i][j][k] = iy[i][j][k]  
+ gby[i][j][k]*ey[i][j][k]; 
      ez[i][j][k] = gaz[i][j][k]*(dz[i][j][k]  
- iz[i][j][k]); 
          iz[i][j][k] = iz[i][j][k] 
 + gbz[i][j][k]*ez[i][j][k]; 
 
          sarx[i][j][k]=0.5*2.86*(pow(ex[i][j][k],2)); 
    sary[i][j][k]=0.5*2.86*(pow(ey[i][j][k],2)); 
          sarz[i][j][k]=0.5*2.86*(pow(ez[i][j][k],2)); 
    SAR[i][j][k]=(sarx[i][j][k]+sary[i][j][k] 
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+sarz[i][j][k]); 
        
       }  }  } 
 
       /* Calculate the Fourier transform of Ex. */ 
     for ( j=0; j < JE; j++ ) 
     {   for ( i=0; i < JE; i++ ) 
        {   for ( m=0; m < NFREQS; m++ ) 
           { real_pt[m][i][j] = real_pt[m][i][j] 
 + cos(arg[m]*T)*ez[i][j][kc] ; 
             imag_pt[m][i][j] = imag_pt[m][i][j] 
 + sin(arg[m]*T)*ez[i][j][kc] ; 
     }  }  } 
 
       /* Calculate the incident field */ 
 
          for ( j=0; j < JE-1; j++ ) { 
            hx_inc[j] = hx_inc[j] + .5*( ez_inc[j] 
 - ez_inc[j+1] ); 
          } 
 
       /* Calculate the Hx field */ 
 
      for ( i=0; i < ia; i++ ) { 
         for ( j=0; j < JE-1; j++ ) { 
            for ( k=0; k < KE-1; k++ ) { 
     curl_e = ( ey[i][j][k+1] - ey[i][j][k] 
            - ez[i][j+1][k] + ez[i][j][k]) ; 
         ihxl[i][j][k] = ihxl[i][j][k]  + curl_e; 
         hx[i][j][k] = fj3[j]*fk3[k]*hx[i][j][k] 
           + fj2[j]*fk2[k]*.5*( curl_e  
+ fi1[i]*ihxl[i][j][k] ); 
      }  }  } 
 
 for ( i=ia; i <= ib; i++ ) { 
     for ( j=0; j < JE-1; j++ ) { 
       for ( k=0; k < KE-1; k++ ) { 
      curl_e = ( ey[i][j][k+1] - ey[i][j][k] 
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                     - ez[i][j+1][k] + ez[i][j][k]) ; 
           hx[i][j][k] =fj3[j]*fk3[k]*hx[i][j][k] 
                       + fj2[j]*fk2[k]*.5*curl_e ; 
      }  }  } 
 
       for ( i=ib+1; i < IE; i++ ) { 
          ixh = i - ib-1; 
          for ( j=0; j < JE-1; j++ ) { 
             for ( k=0; k < KE-1; k++ ) { 
         curl_e = ( ey[i][j][k+1] - ey[i][j][k] 
                  - ez[i][j+1][k] + ez[i][j][k]) ; 
           ihxh[ixh][j][k] = ihxh[ixh][j][k]  + curl_e; 
                hx[i][j][k] = fj3[j]*fk3[k]*hx[i][j][k] 
             + fj2[j]*fk2[k]*.5*( curl_e  
+ fi1[i]*ihxh[ixh][j][k] ); 
      }  }  } 
 
       /* Incident Hx */ 
       for ( i=ia; i <= ib; i++ ) { 
          for ( k=ka; k <= kb; k++ ) { 
             hx[i][ja-1][k] = hx[i][ja-1][k] 
 + .5*ez_inc[ja]; 
             hx[i][jb][k]   = hx[i][jb][k]  
  - .5*ez_inc[jb]; 
       }  } 
 
 
       /* Calculate the Hy field */ 
 
       for ( i=0; i < IE-1; i++ ) { 
          for ( j=0; j < ja; j++ ) { 
             for ( k=0; k < KE-1; k++ ) { 
         curl_e = ( ez[i+1][j][k] - ez[i][j][k] 
                  - ex[i][j][k+1] + ex[i][j][k]) ; 
             ihyl[i][j][k] = ihyl[i][j][k] + curl_e ; 
             hy[i][j][k] = fi3[i]*fk3[k]*hy[i][j][k] 
             + fi2[i]*fk3[k]*.5*( curl_e 
        + fj1[j]*ihyl[i][j][k] ); 
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      }  }  } 
 
      for ( i=0; i < IE-1; i++ ) { 
         for ( j=ja; j <= jb; j++ ) { 
            for ( k=0; k < KE-1; k++ ) { 
         curl_e = ( ez[i+1][j][k] - ez[i][j][k] 
                  - ex[i][j][k+1] + ex[i][j][k]) ; 
             hy[i][j][k] = fi3[i]*fk3[k]*hy[i][j][k] 
                      + fi2[i]*fk3[k]*.5*curl_e ; 
      }  }  } 
 
      for ( i=0; i < IE-1; i++ ) { 
         for ( j=jb+1; j < JE; j++ ) { 
           jyh = j - jb-1; 
            for ( k=0; k < KE-1; k++ ) { 
         curl_e = ( ez[i+1][j][k] - ez[i][j][k] 
                  - ex[i][j][k+1] + ex[i][j][k]) ; 
                ihyh[i][jyh][k] = ihyh[i][jyh][k]  
+ curl_e ; 
                hy[i][j][k] = fi3[i]*fk3[k]*hy[i][j][k] 
              + fi2[i]*fk3[k]*.5*( curl_e 
 + fj1[j]*ihyh[i][jyh][k] ); 
      }  }  } 
 
       /* Incident Hy */ 
 
       for ( j=ja; j <= jb; j++ ) { 
          for ( k=ka; k <= kb; k++ ) { 
             hy[ia-1][j][k] = hy[ia-1][j][k] 
 - .5*ez_inc[j]; 
             hy[ib][j][k]   = hy[ib][j][k]   
 + .5*ez_inc[j]; 
       }  } 
 
       /* Calculate the Hz field */ 
 
       for ( i=0; i < IE-1; i++ ) { 
          for ( j=0; j < JE-1; j++ ) { 
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             for ( k=0; k < ka; k++ ) { 
         curl_e = ( ex[i][j+1][k] - ex[i][j][k] 
                -   ey[i+1][j][k] + ey[i][j][k] ); 
             ihzl[i][j][k] = ihzl[i][j][k] + curl_e; 
             hz[i][j][k] = fi3[i]*fj3[j]*hz[i][j][k] 
              + fi2[i]*fj2[j]*.5*( curl_e  
  + fk1[k]*ihzl[i][j][k] ); 
      }  }  } 
 
       for ( i=0; i < IE-1; i++ ) { 
          for ( j=0; j < JE-1; j++ ) { 
             for ( k=ka; k <= kb; k++ ) { 
         curl_e = ( ex[i][j+1][k] - ex[i][j][k] 
 -ey[i+1][j][k]+ey[i][j][k] ); 
             hz[i][j][k] = fi3[i]*fj3[j]*hz[i][j][k] 
                     + fi2[i]*fj2[j]*.5*curl_e ; 
      }  }  } 
 
       for ( i=0; i < IE-1; i++ ) { 
          for ( j=0; j < JE-1; j++ ) { 
             for ( k=kb+1; k < KE; k++ ) { 
             kzh = k - kb - 1; 
         curl_e = ( ex[i][j+1][k] - ex[i][j][k] 
                  -ey[i+1][j][k] + ey[i][j][k] ); 
             ihzh[i][j][kzh] = ihzh[i][j][kzh] + curl_e; 
             hz[i][j][k] = fi3[i]*fj3[j]*hz[i][j][k] 
              +fi2[i]*fj2[j]*.5*( curl_e  
  + fk1[k]*ihzh[i][j][kzh] ); 
      }  }  } 
 
 
    } 
 
    /*  ----  End of the main FDTD loop ---- */ 
 
 
       printf( "JC Plane \n"); 
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       printf( "Ez \n"); 
       for ( k=0; k < KE; k++ ) { 
          printf( "%2d  ",k); 
          for ( i=0; i < IE; i++ ) { 
             printf( "%6.3f",ez[i][jc][k]); 
   } 
             printf( " \n"); 
       } 
 
       printf( "KC Plane \n"); 
 
       printf( "Ez \n"); 
       for ( j=0; j < JE; j++ ) { 
          printf( "%2d ",j); 
          for ( i=0; i < IE; i++ ) { 
             printf( "%6.3f",ez[i][j][kc]); 
   } 
             printf( " \n"); 
       } 
        /* Write the E field out to a file "Ez" */ 
       fp = fopen( "Ez","w"); 
       for ( j=0; j < JE; j++ ) { 
    for ( i=0; i < IE; i++ ) { 
             fprintf( fp,"%9.6f ",ez[i][j][kc]); 
   } 
             fprintf( fp," \n"); 
        } 
        fclose(fp); 
 
        /* Write the E field out to a file "Ezk" */ 
       fp = fopen( "Ezk.txt","w"); 
       for ( j=5; j < JE; j++ ) { 
  /*  for ( i=0; i < IE; i++ ) {     */ 
             fprintf( fp,"%7.4f ",ez[19][j][18]); 
 /*  } */ 
             fprintf( fp," \n"); 
        } 
        fclose(fp); 
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       printf("T = %4.0f \n",T); 
  
/*=============== SAR CALCULATION====================*/ 
   
fp=fopen("power.text","w"); 
 
  for ( j=15; j < 24; j++ ) { 
  fprintf(fp,"%2d  %6.8f %6.8f %6.8f %6.8f\n", 
jc-j,SAR[ic][j][kc],sarx[ic][j][kc], 
sary[ic][j][kc],sarz[ic][j][kc]); 
 
             } 
             fclose(fp); 
 
} 
} 
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      IMPLICIT COMPLEX*8 (B,C,H,J ) 
      IMPLICIT REAL*8 (A,D,G,O-Z) 
      COMPLEX*8TERM,SUMZ,X,JC,A1,A2,AR2,C(-10:10),EZ(50) 
      COMPLEX*8 N1,N2,K0,K1,K2 
      INTEGER JMAX, N, NN 
      DATA PIE,F,NMAX,JMAX /3.141592654,2.5E9,8,44/ 
      DATA OI,OJ/25.5,24.5/ 
      DATA DELTA,UR,ER,SIG/6E-4,1.0,47.0,2.2/ 
      
 PI = 15 
      JC = (0.0,1.0) 
      E0 = (1E-9)/(36*PIE) 
      U0 = (1E-7)*4*PIE 
      A =20. *DELTA ! RADIUS A 
      W = 2.*PIE*F 
      G = (W**2 )*U0*E0 
      K0 = DSQRT (G) 
      K1 = K0 
      EN1=(W*E0*ER) **2 + SIG**2 
      ENORM = W*U0*DSQRT(EN1) 
      EA1 = -SIG/ (W*E0*ER) 
      EARG = DATAN( EA1 ) 
      K2 = DSQRT((ENORM )*(DCOS (EARG/2) 
 + JC*(DSIN(EARG/2)) ) 
      N1= K1/K0   ! refractive Index 
      N2 = K2/K0 
      T1=1.0/U0 
 Exact solutIon of scattering by a lossy cylInder. 
 Fortran program calculates the penetration patterns of 
a plane wave In a lossy dielectric cylinder with  
radius A. 
The original code taken from [4] and modified by the 
researcher to satisfy the requirements of THESIS. 
All the input parameters were defined as DATA. 
Notice that FORTRAN compiler will not functioning under 
Window XP.  
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      T2=T1/UR 
      NNMAX=2*NMAX 
C CALCULATE MIE Scattering COEFFICIENT CN 
      
 A1 = K0*A*N1 
      A2=K0*A*N2 
 
      DO 10 NN=0,NNMAX 
      N = NN - NMAX 
      CALL BESSEL(A1,N,J1,JD1,H1,HD1) 
      CALL BESSEL(A2,N,J2,JD2,H2,HD2) 
      BNUM = T1*A1*J2*HD1-T2*A2*JD2*H1 
      BN = (T2*A2*JD2*J1 - T1*A1*J2*JD1 ) /BNUM 
      C (N) =( J1 + BN*H1 ) /J2 
 10   CONTINUE 
C==============================================&&&&&&&&&&&&&&&&&
&&&&& 
Cc orientation: 
      OX=OI*DELTA 
      OY=OJ*DELTA 
      PX=PI*DELTA 
      DO 15  K=5,JMAX 
      PY= DFLOAT (K)*DELTA 
      R= DSQRT((PX-OX)**2+(PY-OY)**2)  /A 
      Q =(PY-OY)/(PX-OX) 
      PHI =PIE +DATAN(Q) 
      SUMZ =(0.,0.) 
      AR2 =A2*R 
      DO 20 NN =0,NNMAX 
      N = NN-NMAX 
      CALL BESSEL (AR2,N,J,JD,H,HD) 
      XARG = DFLOAT(N)*(PHI-PIE) 
      X =DCOS (XARG)+JC *DSIN (XARG) 
      SUMZ =C(N)*J*X+SUMZ 
 20   CONTINUE 
      EZ(K)=1000*SUMZ 
15    CONTINUE 
C ---------OUTPUT EZ 
 78
      DO 25  I=5,JMAX 
      K0UNT=I-4 
      XX=FLOAT(I) 
      OUT=CABS(EZ(I)) 
      WRITE(6,30)K0UNT,XX,OUT 
   25  CONTINUE 
   30 FORMAT(I5,2F15.8) 
      STOP 
       END 
CCc ********************************************************* C 
SUBROTINE FOR. FACTORIAL OF N,F 
C 
      SUBROUTINE FACTORIAL (N,F) 
      REAL*8 F 
      TOL = 1.0E+32 
      F = 1.0 
      IF(N.EQ.0) GO TO 20 
      DO 10 I=1,N 
      F = F*DFLOAT(I) 
      IF(F.GT.TOL) GO TO 20 
  10  CONTINUE 
  20  RETURN 
      END 
C ********************************************************* C 
SUBROTJrINE FOR PHI  
      SUBROUTINE PHI (M,PM) 
      REAL*8 SUM,PM,A 
      SUM = 0.0 
      IF(M.EQ.0) GO TO 20 
      DO 10 N = 1,M 
      A = 1./DFLOAT(N) 
      SUM=SUM+A 
  10  CONTINUE 
  20  PM= SUM 
      RETURN 
      END 
C ******************************************************* 
C Subroutine FOR CYLINDRICAL BESSEL FUNCTION J. JD. B 
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C AND H1) OF COMPLEX ARGUMENT(SERIES EXPANSION METHOD). 
      
 SUBROUTINE BESSEL (X, N, J, JD,H,HD) 
      IMPLICIT REAL*8(A-G,O-W,Z) 
      IMPLICIT COMPLEX*8 (Y,H ) 
 COMPLEX*8 JC, J ,JD,X, SUM1, SUM2,SUM3,  
 SUMD, SUMD2, SUMD3,A,AD,ARG,E,ED,D,DD 
       
INTEGER AN 
      DATA GAMM,TOL,PIE/1.78107242,0.0000001,3.141592654/ 
      JC = (0.,1.) 
      AN=ABS(N) 
      V = DFLOAT(AN) 
      K=0 
      SUM1= (0.,0.) 
      SUM3 = (0.,0) 
      SUMD = (0.,0.) 
      SUMD3 =(0.,0.) 
C      c j & jd: 
  10  CALL FACTORIAL (K,FK) 
      KN=K+AN 
      CALL FACTORIAL (KN,FKN) 
      FP = FKN**FK 
      IF (FP . GE.1.E22) THEN 
      A = (0.0000000001,0.) 
      AD = (0.0000000001,0.) 
      GO TO 11 
      ENDIF 
 TERM1=( (-1.)**K )*( (.5)**( V+2.*DFLOAT(K) ) 
 )/(FKN*FK) 
      A = TERM1*( X** ( V+2. *DFLOAT (K) ) ) 
      AD = TERM1* ( V+ 2. *DFLOAT(K) )*( X**( V+ 2.*DFLOAT (K) -
1. )) 
  11  SUM1 = SUM1 + A 
      SUMD = SUMD + AD 
 
Cc third term of y & yd: 
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 CALL PHI (K,PK) 
      CALL PHI (KN, PKN) 
      D = A* ( PK+PKN) 
      DD = AD* ( PK+PKN ) 
      SUM3 = SUM3 + D 
      SUMD3 = SUMD3 + DD 
      K=K+1 
      IF (CABS (A) .GE. TOL) GO TO 10 
      J=SUM1 
      JD=SUMD 
      Y3 = SUM3 
      YD3 = SUMD3 
 
Cfirst term of y " yd: 
       
ARG = GAMM*X/2. 
      IF (CABS (X) .F.EQ.0.) ARG= (0.000000001,0.) 
      Y1= 2. *( CLOG(ARG) ) *J 
      YD1 = 2. * ( J/X + CLOG(ARG) *JD ) 
 
      SUM2 = (0.,0.) 
      SUMD2 = (0.,0.) 
C second term of y " yd: 
       
DO 20 K=0,AN-1 
      NK1=AN-K-1 
      CALL FACTORIAL(NK1,FNK1) 
      CALL FACTORIAL(K, FK) 
      TERM2 = (FNK1/FK ) * ( 2. **(V-2*DFLOAT(K) ) ) 
      E = TERM2* ( x** (2*DFLOAT (K) -V ) ) 
      SUM2 = SUM2 + E 
      ED = TERM2* ( ( 2*DFLOAT(K) -V ) * ( X**  
  (2*DFLOAT(K) -V-1. ) ) ) 
      SUMD2 = SUMD2 + ED 
   20  CONTINUE 
      Y2 = SUM2 
      YD2 = SUMD2 
      Y = (1./PIE) * ( Y1 - Y2 - Y3 ) 
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      YD = (1. /PIE)* ( YD1-YD2-YD3) 
 
      IF (N .LT. 0) THEN 
      J= ((-1.)**AN)*J 
      Y = ((-1.)**AN)*Y 
      JD =((-1.)**AN)*JD 
      YD =((-1.)**AN)*YD 
      ENDIF 
      H = J -JC*Y 
      HD = JD -JC*YD 
      RETURN 
      END 
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      IMPLICIT REAL*8(A,B,E-G,J,K,M,O-Z) 
      IMPLICIT COMPLEX*8(C,D,H) 
      COMPLEX*8 JC, SUMR, SUMT, SUMP ,TERM,GH,ER,ET,EP 
      COMPLEX*8 C(500) , D(500) , EX(500) , EZ(500) 
      REAL*8 DELTA,NP ,NR,NT,OUT 
      INTEGER KK, KOUNT 
      DATA PIE/3.141592/,F/835E6/, NMAX/8/, LMAX/40/ 
      DATA DELTA/3.E-3/, A/4.5E-2/ 
      DATA OI/20/,OJ/20.0/,OK/20.0/ 
      DATA UR,EPS/0.9,44/ 
      E0 = 8.8E-12 
      U0= (1E-7)*4*PIE 
      W = 2*PIE*F 
      G = (W**2)*U0*E0 
      K = DSQRT(G) 
      K1 = DSQRT (G *EPS*UR) 
      M = K1/K 
      JC = (0.0,1.0) 
 
C First. calculate the scattering coefficients cn & d 
       
 KA = K*A 
      KA1 = K1*A 
      DO 10 N=1,NMAX 
      CALL BESSEL (KA1, N, JMA, JDMA) 
      GJMA = JMA + KA1*JDMA 
Exact solutIon (analytical) of scattering by a dielectric 
sphere using MIE theory. 
Fortran program calculates the interaction of a plane 
wave with a lossy dielectric sphere with radius 4.5 cm 
The original code taken from [4] and modified by the 
researcher to satisfy the requirements of THESIS. 
All the input parameters were defined as DATA. 
Notice that FORTRAN compiler will not functioning under 
Window XP.  
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      CALL HANKEL (KA,N,H,HD) 
      GH =  H + KA*HD 
      C2 = H*GJMA - JMA*GH 
      D2 = H*GJMA - JMA*GH* ( M**2 ) 
      C(N) =-JC/( KA *C2) 
      D(N) = -M*JC/( KA*D2) 
  10  CONTINUE 
      PHI = PIE 
      PI = 18.0 
      OX = OI *DELTA 
      OY = OJ*DELTA 
      OZ = OK*DELTA 
      PX = PI *DELTA 
      PY=OY 
      DO 15 L = 5,LMAX 
      KOUNT = L - 4 
      PZ = L * DELTA 
      ARGR = (PX-OX)**2 + (PY-OY) **2 + (PZ-OZ)**2 
 
      R = DSQRT(ARGR) 
      KR = K*R 
      KR1 = K1*R 
      ARGT = (PZ-OZ)/R 
      THETA = DACOS(ARGT) 
      U = ARGT 
      SUMT = (0.,0.) 
      SUMR = (0.,0.) 
      SUMP = (0.,0.) 
      DO 20 N=1,NMAX 
      FN = FLOAT(N) 
      CALL BESSEL(KR1,N,J1,JD1) 
      GJ1 = J1 + KR1*JD1 
      CALL LEGENDREO (U, N, P, PD) 
      MR=0. 
      MT = J1*P*DCOS(PHI)/DSIN(THETA) 
      MP = -J1 *PD*DSIN(PHI) 
      NR=J1*FN*(FN+1)*P*DCOS(PHI)/KR1 
      NT = GJ1 *PD*DCOS(PHI)/KR1 
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      NP = -GJ1*P*DSIN(PHI) /( KR1*DSIN(THETA) ) 
      TERM = (JC**N )*( 2*FN + 1.0 )/( FN*( FN + 1.0 ) ) 
      SUMR = TERM*( C(N)*MR - JC*D(N)*NR ) + SUMR 
      SUMT = TERM*( C(N)*MT - JC*D(N)*NT ) + SUMT 
      SUMP = TERM*( C(N)*MP - JC*D(N)*NP ) + SUMP 
 20   CONTINUE 
      ER = SUMR 
      ET = SUMT 
      EP = SUMP 
      EZ (L) =  ER*DCOS (THETA) - ET*DSIN(THETA) 
C--------   Out Ez  
      XX = FLOAT(L) 
      OUT =( EZ(L) ) 
      WRITE (6, 30) KOUNT, XX, OUT 
  15  CONTINUE 
  30  FORMAT(I5,2F15.8) 
      STOP 
      END 
C ********************************************************* 
C SUBROUTINE FOR SPHERICAL BESSEL FUNCTION J AND 3D 
C WITH REAL ARGUMENT AND NEGATIVE N 
C (SERIES EXPANSION METHOD) 
 
      SUBROUTINE BESSELN (X, N, J, JD) 
      IMPLICIT REAL * 8 (A-H,J,O-Z) 
      TOL = 0.0001 
      PIE = 3.14159 
      FN = DFLOAT(N) 
       V = ABS(FN + 0.5) 
       K = 0 
      SUM1 = 0.0 
      SUM2 = 0.0 
      QX = DSQRT(PIE/(2.0*X)) 
   10 PN = -V + DFLOAT(K) + 1.0 
      CALL GAMMA(PN,GN) 
      CALL FACTORIAL(K,FK) 
      TERM = ( (-1.0)**K )*( (.5)**(  
  -V+2*DFLOAT(K)))/(FK*GN) 
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      A = QX*TERM*( X**(-V+2*DFLOAT(K))) 
      SUM1 =SUM1+A 
      B = QX*TERM* (-V +2*DFLOAT(K))*( X** ( -V 
+ 2 *DFLOAT (K) -1.0) ) 
          + ( A/QX ) * (-0.5) * DSQRT( PIE/2 ) *  
( 1/( X**1.5 ) ) 
      SUM2 = SUM2 + B 
      K=K+1 
      IF( ABS(A).GE.TOL ) GO TO 10 
 
      CONTINUE 
      J  =SUM1 
      JD = SUM2 
      RETURN 
      END 
 
C**************************************************** C 
SUBROUTINE FOR SPHERICAL BESSEL FUNCTIONS 
C J AND JD OF REAL ARGUMENT 
C (SERIES EXPANSION METHOD) 
 
      SUBROUTINE BESSEL(X, N, J, JD) 
      IMPLICIT REAL*8(A-H,J,O-Z) 
      IF (N .LT .0) THEN 
      CALL BESSELN(X,N,J,JD) 
      RETURN 
      ENDIF 
      TOL = 0.0001 
      PIE = 3.141592654 
      V = DFLOAT(N) + 0.5 
      K = 0 
 
      SUM1 = 0.0 
      SUM2 = 0.0 
      QX = DSQRT( PIE/(2.0*X) ) 
  10  PN = V + DFLOAT(K)+ 1.0 
      CALL GAMMA(PN , GN) 
      CALL FACTORIAL(K, FK) 
 86
      TERM =((-1.0)**K)*((.5)**( V+2*DFLOAT(K))) /(FK*GN) 
      A = QX*TERM* ( X** (V+2*DFLOAT(K) ) ) 
      SUM1 = SUM1 + A 
      B = QX*TERM* ( V +2*DFLOAT (K) ) * 
     &( X** (V+2*DFLOAT(K) -1.0) ) +( A/QX ) * (-0.5) * 
     &DSQRT ( PIE/2 )*( 1./( X**1.5) ) 
      SUM2 = SUM2 + B 
      K = K+1 
      IF (ABS(A).GE.TOL) GO TO 10 
      CONTINUE 
      J = SUM1 
      JD =SUM2 
      RETURN 
      END 
C ************************************************* 
C SUBROurINE FOR GAMA FUNCTION 
       
SUBROUTINE GAMMA(V,G) 
      IMPLICIT REAL*8(A-H, O-Z) 
      PIE = 3.1415927 
      IF (V-0.5) 10,20,20 
  10  N = -V + 0.5 
      N2 = 2*N 
      CALL FACTORIAL(N,FN) 
      CALL FACTORIAL (N2,FN2) 
      G = ((-4.)**N)*(DSQRT(PIE))*FN/FN2 
      RETURN 
  20  N = V - 0.5 
      N2 = 2*N 
      CALL FACTORIAL(N, FN) 
      CALL FACTORIAL(N2,FN2) 
      G = FN2*DSQRT(PIE) / (FN*(2.**N2)) 
      RETURN 
      END 
C --------SUBROUTINE FOR FACTORIL N, F---------------- 
 
      SUBROUTINE FACTORIAL(N,F) 
      REAL*8 F 
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      TOL = 1.0E+32 
      F = 1.0 
      IF(N.EQ.0) GO TO 20 
      DO 10 I=1,N 
      F = F*FLOAT(I) 
      IF(F.GT.TOL) GO TO 20 
  10  CONTINUE 
  20  RETURN 
      END 
C------------- ------------------------------------------ 
C  SUBROUTINE FOR SPHERICAL HANKEL FUNCTION H AND HD REAL C   
ARGUMENT (SERIES EXPANSION METHOD) 
 
      SUBROUTINE HANKEL(X,N,H,HD) 
      IMPLICIT REAL*8(A-G,J,O-Z),COMPLEX*8(H) 
      IF (N.LT.0) THEN 
      CALL HANKELN(X,N,H,HD) 
      RETURN 
      ENDIF 
 
      PIE = 3.141592 
 
      CALL BESSEL(X,N,J,JD) 
      CALL BESSELN(X,N,JN,JND) 
      V=DFLOAT(N)+0.5 
      Y=(DCOS(V*PIE)*J-JN) /DSIN(V*PIE) 
      H=CMPLX(J,Y) 
      YD=(DCOS(V*PIE)*JD-JND)/DSIN(V*PIE) 
      HD=CMPLX(JD,YD) 
      RETURN 
      END 
 
C SUBROTINE FOR SPHEREICAL HANKEL FUNCTION H&HD OF 
C REAL ARGUMENT 
C----- AND NEGATIVE ORDER (SEREIES EXPANSION METHOD----       
 
SUBROUTINE HANKELN(X,N,H,HD) 
      IMPLICIT REAL*8(A-G,J,O-Z),COMPLEX*8(H) 
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      INTEGER AN 
 
      PIE= 3.141592 
      AN=ABS(N) 
      CALL BESSEL(X,AN,J,JD) 
      CALL BESSELN(X,N,JN,JND) 
      FN=DFLOAT(N) 
      V=ABS(FN+0.5) 
      Y=(DCOS(-V*PIE)*JN-J) /DSIN(-V*PIE) 
      H=CMPLX(JN,Y) 
      YD=(DCOS(-V*PIE)*JND-J) /DSIN(-V*PIE) 
      HD=CMPLX(JND,YD) 
      RETURN 
      END 
C-------------------------------------------------------- 
 
C------ SUBROUTINE FOR ASS. LEGENDER FUNCTIONSP&PD OF  
C FIXED ORDER M=1 
C--------- (RECURRENCE RELATIONS) 
 
      SUBROUTINE LEGENDREO (U,N,L,LD) 
      IMPLICIT REAL*8 (A-H,L,O-Z) 
      DIMENSION P(20),PD(20) 
      SQ=SQRT(1.0-U**2) 
      IF(SQ.EQ.0.) SQ=0.00000001 
      I=1 
      P(1)=SQ 
      PD(1)=(-U/SQ)*(-SQ) 
      IF(N.EQ.1)GO TO 20 
      I=2 
      P(2)=3.0*U*SQ 
      PD(2)=((-(3.0*U**2)/SQ)+3.0*SQ)*(-SQ) 
      IF (N-2) 20,20,10 
  10  DO 15 I=3,N 
      P(I)=((2*DFLOAT(I)-1.0)*U*P(I-1)-DFLOAT(I)*P(I-2)) 
     &   /(DFLOAT(I)-1.0) 
      PD(I)=(DFLOAT(I)+1.0)*P(I-1)-DFLOAT(I)*U*P(I)* 
(-1/SQ) 
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      L = P(I) 
      LD = PD(I) 
 15   CONTINUE 
      RETURN 
 20   L= P(I) 
      LD = PD(I) 
      RETURN 
      END 
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APPENDIX C: 
C1: 900MHz SAR Simulation Out put data file  
 
 
>> load sar900.txt; 
>> fname='sar900.txt'; 
>> data=(fname); 
>> data=load(fname); 
>> data 
 
data = 
 
  Columns 1 through 7  
 
    1.2500    1.1800    1.1100    1.0200    0.9200    0.8200    0.7200 
    0.9100    0.8500    0.7700    0.6900    0.5900    0.4900    0.3900 
    0.6200    0.5600    0.4900    0.4100    0.3300    0.2400    0.1600 
    0.3800    0.3300    0.2700    0.2100    0.1400    0.0800    0.0300 
    0.2100    0.1700    0.1300    0.0800    0.0400    0.0100    0.0100 
    0.0900    0.0700    0.0400    0.0200         0    0.0200    0.0700 
    0.0300    0.0100         0         0    0.0300    0.0700    0.0800 
         0         0         0    0.0300    0.0700    0.0700    0.0300 
         0    0.0100    0.0100    0.0700    0.0700    0.0300         0 
    0.0200    0.0300    0.0500    0.0800    0.0400         0    0.0100 
    0.0400    0.0200    0.0700    0.0600    0.0100    0.0100    0.0400 
    0.0500    0.0200    0.0600    0.0400         0    0.0200    0.0500 
    0.0700    0.0300    0.0500    0.0200         0    0.0300    0.0400 
    0.0800    0.0300    0.0400    0.0100    0.0100    0.0400    0.0300 
    0.0900    0.0300    0.0400    0.0100    0.0100    0.0300    0.0200 
    0.1000    0.0300    0.0300    0.0100         0    0.0200    0.0200 
    0.1200    0.0300    0.0300    0.0100         0    0.0100    0.0100 
    0.1400    0.0700    0.0300    0.0100         0         0    0.0100 
    0.1400    0.0700    0.0200    0.0200         0         0         0 
    0.1400    0.0800    0.0400    0.0200    0.0100         0         0 
    0.1300    0.0800    0.0400    0.0100    0.0100    0.0100         0 
    0.1100    0.0700    0.0400    0.0200    0.0100    0.0100    0.0100 
    0.0800    0.0500    0.0300    0.0100    0.0100         0    0.0100 
    0.0500    0.0300    0.0100    0.0100         0         0         0 
    0.0200    0.0100         0         0         0         0         0 
 
  Columns 8 through 14  
 
    0.6200    0.5300    0.4500    0.3900    0.3500    0.3300    0.3200 
    0.3000    0.2200    0.1600    0.1100    0.0900    0.0700    0.0700 
    0.0800    0.0400    0.0100         0         0         0         0 
         0    0.0100    0.0400    0.0600    0.0700    0.0700    0.0700 
    0.0500    0.0900    0.1100    0.1100    0.0900    0.0800    0.0800 
    0.0900    0.0900    0.0700    0.0400    0.0200    0.0100    0.0100 
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    0.0500    0.0200         0         0    0.0100    0.0100    0.0200 
         0         0    0.0200    0.0400    0.0600    0.0700    0.0700 
    0.0100    0.0400    0.0600    0.0600    0.0500    0.0500    0.0500 
    0.0500    0.0600    0.0400    0.0200    0.0100         0         0 
    0.0600    0.0300         0         0    0.0100    0.0200    0.0200 
    0.0300         0    0.0100    0.0400    0.0600    0.0700    0.0700 
    0.0100         0    0.0400    0.0800    0.0800    0.0700    0.0600 
         0    0.0100    0.0600    0.0700    0.0500    0.0300    0.0200 
         0    0.0200    0.0500    0.0400    0.0200         0         0 
         0    0.0100    0.0200    0.0100         0    0.0100    0.0200 
         0         0         0         0         0    0.0300    0.0400 
    0.0100         0         0         0    0.0200    0.0500    0.0600 
    0.0100    0.0100    0.0100    0.0200    0.0400    0.0600    0.0800 
         0         0    0.0100    0.0200    0.0400    0.0600    0.0700 
         0         0         0    0.0100    0.0200    0.0400    0.0400 
    0.0100    0.0100         0         0         0         0    0.0100 
    0.0200    0.0300    0.0300    0.0200    0.0200    0.0100    0.0100 
    0.0200    0.0300    0.0500    0.0500    0.0500    0.0500    0.0500 
         0    0.0100    0.0200    0.0400    0.0400    0.0400    0.0500 
 
  Columns 15 through 21  
 
    0.3300    0.3500    0.3900    0.4500    0.5300    0.6200    0.7200 
    0.0700    0.0900    0.1100    0.1600    0.2200    0.3000    0.3900 
         0         0         0    0.0100    0.0300    0.0800    0.1600 
    0.0700    0.0700    0.0600    0.0400    0.0100         0    0.0200 
    0.0800    0.0900    0.1100    0.1100    0.0900    0.0500    0.0100 
    0.0100    0.0200    0.0400    0.0700    0.0900    0.0900    0.0700 
    0.0200    0.0100         0         0    0.0200    0.0500    0.0800 
    0.0700    0.0600    0.0400    0.0200         0         0    0.0300 
    0.0500    0.0500    0.0600    0.0600    0.0400    0.0100         0 
         0    0.0100    0.0200    0.0400    0.0600    0.0500    0.0100 
    0.0200    0.0100         0         0    0.0300    0.0600    0.0400 
    0.0700    0.0600    0.0400    0.0100         0    0.0400    0.0500 
    0.0700    0.0800    0.0800    0.0400         0    0.0100    0.0500 
    0.0300    0.0500    0.0800    0.0600    0.0100         0    0.0300 
         0    0.0200    0.0400    0.0500    0.0200         0    0.0200 
    0.0100         0    0.0200    0.0200    0.0100         0    0.0200 
    0.0300         0         0         0         0         0    0.0100 
    0.0500    0.0200         0         0         0    0.0100    0.0100 
    0.0600    0.0400    0.0200    0.0100    0.0100    0.0100         0 
    0.0600    0.0400    0.0200    0.0100         0         0         0 
    0.0400    0.0200    0.0100         0         0         0         0 
         0         0         0         0    0.0100    0.0100    0.0100 
    0.0100    0.0200    0.0200    0.0300    0.0300    0.0200    0.0100 
    0.0500    0.0500    0.0500    0.0500    0.0300    0.0200         0 
    0.0400    0.0400    0.0400    0.0200    0.0100         0         0 
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  Columns 22 through 25  
 
    0.8200    0.9200    1.0200    1.1000 
    0.4900    0.5900    0.6800    0.7700 
    0.2400    0.3200    0.4100    0.4900 
    0.0800    0.1400    0.2100    0.2700 
    0.0100    0.0300    0.0800    0.1200 
    0.0200         0    0.0100    0.0400 
    0.0700    0.0300         0         0 
    0.0700    0.0700    0.0300         0 
    0.0300    0.0700    0.0700    0.0200 
         0    0.0400    0.0800    0.0600 
    0.0100    0.0100    0.0600    0.0700 
    0.0200         0    0.0400    0.0700 
    0.0300         0    0.0200    0.0500 
    0.0400    0.0100    0.0100    0.0400 
    0.0300    0.0100    0.0100    0.0400 
    0.0200         0    0.0100    0.0400 
    0.0100         0    0.0100    0.0400 
         0         0    0.0200    0.0300 
         0         0    0.0200    0.0200 
         0    0.0100    0.0200    0.0400 
    0.0100    0.0100    0.0100    0.0400 
    0.0100    0.0100    0.0200    0.0400 
         0    0.0100    0.0100    0.0300 
         0         0    0.0100    0.0200 
         0         0         0         0 
 
>> surfc(data); 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 93
C2: 1800MHz SAR Simulation Out put datafile  
>> surfc(data); 
>> load sar1800.txt; 
>> fname='sar1800.txt'; 
>> data(fname); 
>> data=load(fname); 
>> data 
 
data = 
 
  Columns 1 through 7  
 
    0.6000    0.6100    0.6000    0.5700    0.5300    0.4700    0.4000 
    0.4600    0.4700    0.4500    0.4200    0.3700    0.3000    0.2300 
    0.3100    0.3100    0.3000    0.2600    0.2100    0.1500    0.0900 
    0.1800    0.1800    0.1600    0.1400    0.1000    0.0500    0.0200 
    0.0800    0.0800    0.0700    0.0500    0.0300    0.0100    0.0100 
    0.0200    0.0200    0.0200    0.0100         0    0.0100    0.0100 
         0         0         0         0    0.0100         0         0 
    0.0100         0         0    0.0200    0.0100         0         0 
    0.0200    0.0100         0         0         0         0         0 
    0.0300    0.0200    0.0100         0    0.0100         0         0 
    0.0400    0.0100         0    0.0100         0         0         0 
    0.0400    0.0100         0         0         0         0         0 
    0.0300    0.0100         0         0         0         0         0 
    0.0300    0.0100         0         0         0         0         0 
    0.0200         0         0         0         0         0         0 
    0.0100         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
    0.0100         0         0         0         0         0         0 
    0.0200    0.0100    0.0100         0         0         0         0 
    0.0300    0.0200    0.0100         0         0         0         0 
    0.0300    0.0200    0.0100    0.0100         0         0         0 
    0.0400    0.0200    0.0100    0.0100         0         0         0 
    0.0300    0.0200    0.0100         0         0         0         0 
 
  Columns 8 through 14  
 
    0.3300    0.2700    0.2200    0.1900    0.1700    0.1600    0.1600 
    0.1700    0.1100    0.0700    0.0500    0.0400    0.0400    0.0400 
    0.0400    0.0100         0         0         0         0         0 
         0    0.0100    0.0200    0.0200    0.0100         0         0 
    0.0200         0         0    0.0100    0.0100         0         0 
         0    0.0100    0.0100    0.0100         0         0         0 
         0         0         0    0.0100    0.0100         0         0 
         0         0    0.0100         0         0         0         0 
 94
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0    0.0100    0.0100         0         0    0.0100 
 
  Columns 15 through 21  
 
    0.1600    0.1700    0.1900    0.2200    0.2700    0.3400    0.4000 
    0.0400    0.0400    0.0500    0.0700    0.1100    0.1700    0.2300 
         0         0         0         0    0.0100    0.0400    0.0900 
         0    0.0100    0.0200    0.0200    0.0100         0    0.0200 
         0    0.0100    0.0100         0         0    0.0200    0.0100 
         0         0    0.0100    0.0100    0.0100         0    0.0100 
         0    0.0100    0.0100         0         0         0         0 
         0         0         0    0.0100         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0         0         0         0         0         0 
         0         0    0.0100    0.0100         0         0         0 
 
  Columns 22 through 25  
 
    0.4700    0.5300    0.5800    0.6100 
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    0.3000    0.3700    0.4200    0.4500 
    0.1500    0.2100    0.2600    0.3000 
    0.0500    0.1000    0.1400    0.1700 
    0.0100    0.0300    0.0500    0.0700 
    0.0100         0    0.0100    0.0200 
         0    0.0100         0         0 
         0    0.0100    0.0200         0 
         0         0         0         0 
         0    0.0100         0    0.0100 
         0         0    0.0100         0 
         0         0         0         0 
         0         0         0         0 
         0         0         0         0 
         0         0         0         0 
         0         0         0         0 
         0         0         0         0 
         0         0         0         0 
         0         0         0         0 
         0         0         0         0 
         0         0         0    0.0100 
         0         0         0    0.0100 
         0         0    0.0100    0.0100 
         0         0    0.0100    0.0100 
         0         0         0    0.0100 
 
>> surfc(data); 
>> 
