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1第 1章
はじめに
計算機ネットワーク技術の発達に伴い，計算機だけではなく人も情報資源や処理装置とみなし，問題解
決のためのシステムに含めることが可能になった．その結果，計算機には困難なデータ収集や処理を部分
的に人手によって行うクラウドソーシングシステムが数多く出現している [1]．多くのクラウドソーシン
グシステムは，データの処理・管理などを目的とするデータ中心型である．
データ中心型クラウドソーシングシステムには，選択演算や結合演算のような DB 操作に対応する人
手の演算（Human-powered演算）がしばしば含まれる [3]．例えば，Human-powered演算のひとつであ
る，人手による選択演算（Human-powered Selection）は，人手による主観的基準（美しい，楽しい等）に
基づいて画像の選定を行うような場合に利用される演算である [2]．このような Human-powered演算の
処理コストは高いので，効率化に関する議論が活発に行われている [3] [4] [5] [6]．
本論文では，Human-powered 演算のうち，データ統合等の場面において重要な演算である Human-
powered Joinの処理効率化について議論する．Human-powered Joinとは，人手によって結合条件の判定
を行う結合演算であり，一般に計算機による結合条件の判定が難しい場合に利用される．Human-powered
Joinを含む問合せの例として，2つの顔写真の集合から同一人物の顔写真のペアだけを得るような問合せ
が考えられる．計算機による被写体の同一性の判定が難しい場合，図 1.1のようなタスクを人手によって
行う必要がある．
Human-powered Joinに対する効率化手法のひとつとして，論文 [3]では，Join Pre-filterを利用した効
率化手法を提案している．この手法のポイントは，クラウドソーシングのプログラマが与える条件から生
成される Join Pre-filterによって，結合条件を満たさないタプルのペアを事前に除去する前処理を行うと
いう点である．例えば，同一人物の顔写真のペアだけを得る問合せに対しては，性別の異なる 2人は同一
人物ではないという Join Pre-filterが考えられる．プログラマがその Join Pre-filterを指定し，クラウドが
各タプルに対して性別を入力するタスクを追加で行うことによって，追加タスクの増加分以上に，人手に
よる結合条件判定タスクの数を削減することができる．
しかし，プログラマが常に適切な Join Pre-filterを考えるために必要なドメイン知識を持っているとは限
らない．例えば，同一人物の顔写真のペアだけを得る問合せに対して，性別の情報を用いる Join Pre-filter
は誰でも思いつくかもしれないが，筑波大学の部屋番号とゼミ名の結合を行うための適切な Join Pre-filter
がなんであるかは誰でも思いつくとは限らない．
本論文では，プログラマが適切な Join Pre-filterを生成することができない場合にも適用可能な処理効
第 1章 はじめに 2
図 1.1 Human-powered Joinのタスク：顔写真の被写体の同一性判定（画像は JAFFE Database[9]を利用）
率化手法 Crowdsourced Join Pre-filter（CSJP）を提案する．CSJPでは，適切な Join Pre-filterの生成を
クラウドソーシングによって行う．また，本論文では，CSJPに関する理論的・実験的な評価結果を示す．
本論文の貢献は次の通りである．
（1）クラウドソーシングによる処理効率化．多くのデータ中心型クラウドソーシングシステムは，データ
収集や処理をクラウドソーシングするが，その処理効率化はプログラマが指定する必要がある．一方，提
案手法は，データ収集や処理をクラウドソーシングするだけでなく，その処理効率化自体もクラウドソー
シングする手法である．この意味において，提案手法は高階のクラウドソーシングであるといえる．
（2）クラウドソーシング手法の評価尺度の提案．クラウドソーシングを行うためには，ワーカが行うタス
クを小さな単位に分割する必要がある．本論文では，このタスク分割の適切性を評価するための尺度を提
案する．
（3）提案手法の理論的な分析と実験による評価．提案手法を実現するマイクロタスクが適切であることを
理論的に評価する．また，提案手法の有効性をクラウドソーシングプラットフォームである Crowd4U [8]
上で実際に実験を行った結果を示す．
本論文の構成は次の通りである．2章では，関連研究について述べる．3章では，クラウドソーシング
のためのタスク生成と評価尺度について述べる．4章では，Human-powered Joinと，Join Pre-filterを利
用した効率化手法について述べる．5章では，提案手法 Crowdsourced Join Pre-filterと，その理論的な分
析結果について述べる．6章では，特に，タプルが継続的に追加される動的なデータベースを対象とした
場合における，提案手法の理論的な分析結果について述べる．7章では，提案手法の実験的評価について
述べる．8章は，まとめである．
3第 2章
関連研究
著者の知る限り，提案手法はデータ指向クラウドソーシングの処理効率化をクラウドソーシングする唯
一の手法である．一方，データ指向クラウドソーシングの処理効率化をプログラマが行う手法はいくつか
提案されている．例えば，タスクの大きさや，ユーザインタフェースを変更する手法が提案されている
[3] [4] [5] [6]．本論文の提案手法とこれらの効率化手法は，組み合わせて利用することができる．
データ指向クラウドソーシングにおける処理効率化以外の重要な問題はデータ品質である．データ品質
を向上させる手法もいくつか提案されている．例えば，多くのクラウドソーシングで採用されている多数
決 [3]はデータ品質を向上させる手法のひとつである．ただし，データの品質は大数の法則に依存する．
別のアプローチとしては，同調ゲーム [10] [11]がある．ただし，合理的なワーカが適切な値を入力する
ことを前提としている．論文 [12]では，GWAP（Game With A Purpose）に対して，ゲーム理論による分
析および，インセンティブ構造を変えることで得られるデータが変化することについて議論している．本
論文の提案手法とこれらのデータ品質向上のための手法も，組み合わせて利用することができる．
4第 3章
クラウドソーシングのためのタスク生成
と評価尺度
本章では，クラウドソーシングにおけるタスク生成について議論し，その評価尺度を提案する．
3.1 クラウドソーシングのためのタスク生成
クラウドソーシングにおいては，与えられた関数 f の処理を（一般に多くの）人々の力によって行うた
めに必要な，タスク集合を生成することが重要である．ここで，タスクを計算機から人手による処理を依
頼する単位とし，このタスク集合を求めるプロセスをタスク生成と呼ぶ．具体的には，タスク生成は，入
力を D，出力を Rとする処理が関数 R = f(D)として与えられたときに，f と同等の結果を出す複合関
数 R = T (D)に変換することである．ここで，T (D)を構成する関数群は，計算機が処理を行うだけでな
く，人が処理を行う (人手による処理を依頼する)関数群を含む．後者の関数群を，生成されたタスク集合
と呼ぶ．本論文では，文脈から明らかな場合，複合関数 T と同じ記号 T を用いて，そこに含まれるタス
ク集合 T = ft1; : : : ; tngを表す．各タスク ti の入出力を Ri = ti(Di)と表記する．
タスク生成の最も単純な例としては，与えられた関数 f の入力 D が N 枚の画像集合であり，出力 R
がそれらの全てにキーワードをつけた結果である時，各画像 Di にキーワードを与えるという N 個のタ
スクの集合 T = ft1; t2; : : : ; tNgを生成することが考えられる．また，2枚の画像に同時にキーワードを
与えるという N=2個のタスク集合も考えられる．しかし，一般にはどのタスク生成が適切であるかは自
明でない．
3.2 生成されたタスク集合の評価尺度
タスク生成の適切さは，タスクの実行結果の品質・処理速度・実行コストなどに大きく影響を及ぼす．
本論文では，生成されたタスク集合 T の評価尺度として次を提案し，これをもってタスク生成の適切さ
を議論する．特に（4），（5）はクラウドソーシングにおいて重要な尺度であると考えられる．
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3.2.1 総タスク数
タスク生成を行った結果であるタスク集合 T の要素数の合計である．jT jと表記する．
3.2.2 タスクの依存度分布
あるタスク ti の処理結果を必要とするタスク集合を dependents(ti)とおく．この時，タスクの依存度
分布を，nをパラメータとして，jdependents(ti)j = nであるようなタスクの数を表す関数 DepT で与え
る．これは，0以上 jT j以下の値を取り，jT jで正規化することができる．
0  DepT (n) =
nti 2 T jdependents(ti)j = no  jT j
DepT (0) = jT jのとき，タスクは完全に並列処理可能である．
3.2.3 総タスク処理時間
人によるタスク ti の処理時間 time(ti)の総和であり，Timetask(T )と表記する．
Timetask(T ) =
X
ti2T
time(ti)
ここで，time(ti)は，ti を人が処理するための実行時間である．
3.2.4 タスク処理時間分布
時間 lをパラメータとして，その処理時間が必要なタスクの数を表す関数 FT である．time(ti)から導
出することができる．これは，0以上 jT j以下の値を取る．また，jT jで正規化することができる．
0  FT (l) = jfti 2 T jtime(ti) = lgj  jT j
ti のうち，time(ti)が十分に短いものを，本論文ではマイクロタスクと呼ぶ．マイクロタスクとそうで
ないタスクの区別は難しいが，例えば平均 3分程度で終了するタスクはマイクロタスクであるといえる．
例えば，2枚の顔写真の被写体の同一性を判定するタスク (図 1.1)はマイクロタスクであるといえるが，
1000組の画像ペアの全てに対して判定処理を行うタスクはマイクロタスクとはいえない．マイクロタス
クとそうでないタスクでは，人手による処理を行う作業者に対する動機付けの戦略や，処理の結果の品
質，タスク割当の容易さなどに影響があると考えられる．
3.2.5 タスクの処理に求められる能力の分布
作業者に求められる能力の集合を Abilities = fa1; a2; : : :gとする．能力の例としては，英語を理解で
きる，阪神タイガースに関する知識がある，ある地域を訪ねることができる，などである．このとき，タ
スク ti の処理に必要な能力を関数 ra : T ! 2Abilities で表す．また，あるタスク集合 T において，能力
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e 2 2Abilities を必要とするタスクの数を関数 AT で表す．これは 0以上 jT j以下の値を取り，jT jで正規
化することができる．
0  AT (e) = jfti 2 T jra(ti) = egj  jT j
特に，能力を必要としないタスクの数 AT (;)の多さや，必要な能力が局所化度合いなどは，クラウド
ソーシングにおける作業者のリクルーティング戦略に大きな影響を与える．
7第 4章
Human-powered Joinとその処理効率化
本章では，Human-powered演算のうち，データ統合等の場面において重要な演算であるHuman-powered
Joinと，その効率化のための Join Pre-filterを利用した効率化手法について述べる．
4.1 Human-powered Join
Human-powered Joinとは，人手によって結合条件の判定を行う結合演算であり，一般に計算機による
結合条件の判定が難しい場合に利用される．Human-powered Joinを含む問合せの例として，2つの顔写
真の集合（それぞれ，R(img)，S(img)とする）から同一人物の顔写真のペアだけを得るような問合せ
が考えられる．計算機による被写体の同一性の判定が難しい場合，図 1.1のようなタスクを人手によって
行う必要がある．この問合せの結合条件を「R.img と S.img の被写体が同一である」とすると，論文
[4]で提案されている拡張 SQLを用いれば，この問合せを図 4.1のように記述することができる．
結合条件判定タスク．Human-powered Join を含む問合せを処理するためには，結合条件判定タスクを
ワーカが行う必要がある．具体的には，ワーカは演算対象の 2つのリレーションの直積の全てのタプルに
対して「Yes」または「No」を入力する．例えば，図 4.1の問合せを処理するためには，ワーカは Rと S
の直積に含まれる全ての顔写真のペアに対して，図 1.1のようなフォームから「Yes」または「No」を入
力する．問合せの処理結果は，ワーカによって「Yes」が入力されたタプルである．結合条件判定タスク
の数は jR Sjである．
4.2 Join Pre-filterを利用した効率化手法
Human-powered Joinに対する効率化手法として，Join Pre-filterを利用した効率化手法が提案されてい
る．この手法のポイントは，Join Pre-filterを利用して，結合条件を満たさないタプルのペアを事前に除去
する前処理を行うという点である．例えば，図 4.1の問合せに対するタスクの数は，Join Pre-filterを生成
するための次の 2つのタスクを生成することで削減することができると考えられる．
1. Rと Sの全ての顔写真に対する性別の入力タスク
2. 同性同士の顔写真のペアの被写体同一性判定タスク
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SELECT R.img, S.img
FROM R JOIN S
ON samePerson(R.img, S.img)
図 4.1 Human-powered Joinを含む問合せ
SELECT R.img, S.img
FROM R JOIN S
ON samePerson(R.img, S.img)
AND POSSIBLY gender(R.img) = gender(S.img)
図 4.2 Join Pre-filterを利用した図 4.1の問合せの処理効率化
論文 [3]では，この Join Pre-filterを利用した問合せは図 4.2のように記述する．図 4.1との違いは，4
行目に Possibly 句を追加することで，Join Pre-filter の生成に性別の情報が必要であり，性別の情報
を Join Pre-filter として利用することを指定していることである．具体的には，Possibly 句で，Join
Pre-filterを生成するための属性 genderを指定している．
4.2.1 Join Pre-filterを利用した問合せの処理
図 4.2のような，Join Pre-filterを利用した問合せの処理は次のように行われる．
Step 1. まず，プログラマが Join Pre-filterを生成するための属性（例：属性 gender）を考えて，図 4.2
のような問合せをクエリプロセッサに入力する．クエリプロセッサは，演算対象のリレーション R
と Sに属性 gender追加したリレーション R’(img, gender)と S’(img, gender)を生成
する．
Step 2. クエリプロセッサは，リレーション R’と S’の全ての顔写真に対して，属性 genderの属性値
を入力するタスクを生成する．このタスクは，Join Pre-filterを利用する効率化のために，ワーカが
追加で行うタスクである．
Step 3. ワーカが全ての顔写真に属性値を入力すると，クエリプロセッサは R’ 1JP S’を計算する．こ
こで，JP は，Join Pre-filterを利用した効率化を行うための結合条件 R’.gender=S’.gender
である．
Step 4. クエリプロセッサは，R’ 1JP S’ の全てのタプルに対して，結合条件判定タスクを生成する．
ワーカが全ての結合条件判定タスクを完了すると，クエリプロセッサは Human-powered Joinの処
理結果を出力する．
4.2.2 Join Pre-filterによる結合条件判定タスクの削減数
Join Pre-filterは，Human-powered Joinのための結合条件判定タスクを数削する．仮に，Rと Sの顔写
真の男女比が 1 : 1である場合，結合条件判定タスク数は jRj  jSjから jRjjSj2 + jRj + jSjに削減される．
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Join Pre-filterを利用した効率化の本質は，演算対象を同値類（例：[male], [female]）に分割すること
である．
4.3 Perfect Join Pre-filterモデル
Join Pre-filterは次のようにモデル化することができる [3]．N を問合せに追加される Possibly句の
数とする．F = fF1; F2; : : : FNgを Join Pre-filterを生成するために追加する属性の集合とする．ここで，
Fi は i番目の Possibly句で指定されている属性の属性値を含む集合である．例えば，i番目で指定さ
れている属性が gender であるとすると，Fi = fmale;femaleg である．L を演算対象の各タプルに
付与される付与されるラベルの集合 F1  : : :  FN とする．つまり，ラベル l 2 Lは F の各属性の属性
値を持つ Nつ組である．演算対象のリレーション Rと Sの全てのタプルは，付与されるラベル l によっ
て表されるいずれかの同値類に属する．例えば，全ての顔写真は，[male], [female]という 2つのいず
れかの同値類に属する．したがって，同じ同値類に属するタプルの組に対してのみ人手による結合条件判
定を行えばよい．このモデルを，perfect join pre-filterモデルと呼ぶ．
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第 5章
Crowdsourced Join Pre-filter
Join Pre-filterを利用した効率化手法では，演算対象を適切な同値類に分割するための属性をプログラマ
が考える必要がある（4.2節 Step 1参照）．しかし，プログラマが必ずしも適切な属性を考えることがで
きるとは限らない．例えば，同一人物の顔写真のペアだけを得る問合せに対して，同値類に分割するため
の属性として genderを考えることは誰でもできるかもしれないが，筑波大学の部屋番号と研究室の結
合を行う問合せに対して，どのような属性が適切であるかは必ずしも自明ではない．
CSJPでは，演算対象の適切な同値類への分割をクラウドソーシングによって行う．したがって，プロ
グラマが適切な同値類への分割ができない場合も，タスクを行う各ワーカが演算対象に関する部分的なド
メイン知識を持つ場合は Join Pre-filter を利用した効率化が適用可能である．提案手法のチャレンジは，
演算対象の適切な同値類への分割という知的に高度な処理を，小さなタスクの集まりとして実現する点で
ある．本論文は，CSJPで 3つのタイプのタスクを利用する．
本章では，次の問合せ Q1を利用して 3タイプのタスクを説明する．
問合せ Q1：筑波大学の春日エリアには複数の建物があり，各建物内の部屋は一意に識別可能な部屋番号
（7D202等）を持つ．また，部屋のうちの一部は，筑波大学図書館情報メディア研究科に所属する教員の
ゼミ（森嶋研等）によって利用されているが，どの部屋がどのゼミによって利用されているかは，ドメイ
ン固有の知識であり，誰もが知っているわけではない．ここで，春日エリアの部屋番号の一覧を表すリ
レーションを R（スキーマは R(部屋番号))とし，当該研究科のゼミ名の一覧を表すリレーションを S (ス
キーマは S(ゼミ名)）とする．Rと Sのタプル間を明示的に対応づける属性は存在しないため，これらの
対応付けには人手による判断が必要である．このとき，部屋番号とゼミ名を結びつける Human-powered
Join R 1p S（ただし，p = 利用 (部屋番号;ゼミ名)）を問合せ Q1と呼ぶ． 2
5.1 CSJPのタスク設計
簡潔に言うと，CSJPで利用するタスクは，タプルに付与する属性値（例：male, female）の入力を
ワーカに求めるものと，属性値間の非両立性（例：male, femaleは非両立）の入力をワーカに求めるも
のである．
問題は，一般に Join Pre-filterを生成するために追加する属性（例：gender）がプログラマは事前に分
からないことである．そこで，提案手法では，R(: : :) および S(: : :) に個別の属性を追加せず，prop と
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図 5.1 リレーション Name table
no prop という属性を追加して，R’(: : : ;prop;no prop) および S’(: : : ;prop;no prop) を作成す
る．属性 propは，各タプルに付与される属性値の和集合を表す属性である．一方，属性 no propは，
各タプルに付与される非属性値の和集合を表す属性である．例えば，prop 属性の値として male を持
ち，no prop属性の値として femaleを持つタプルは，maleと femaleが同時には成立しないという
非両立性から得られる．
タプルに付与する属性値とそれらの非両立性を記録するために，Name table(name,
incompatible names)（図 5.1）を利用する．各タプル (n; in) において，n は属性値（例：
male）であり，in は，非両立な属性値の集合（例：ffemaleg）である．また，Name table リレー
ションに含まれる全ての属性値を記録するために Namesリレーションを利用する．
5.1.1 具体的な設計
CSJPでは，Join Pre-filterを利用した問合せの処理（4.2節）の Step 1を除去する．その代わりに，ワー
カは次の Type 1, Type 2のタスクを行う．さらに，Step 2のタスクを修正し，ワーカは propと no prop
属性の値を入力する Type 3のタスクを行う．
1. Type 1: タプルに付与する属性値の入力
2. Type 2: 属性値間の非両立性の入力
3. Type 3: propと no prop属性の値の入力
以下では，CSJP のための各タスクについて順に説明する．以下では，処理を行うワーカの集合をリ
レーション Crowdと表す．
Type 1. タプルに付与する属性値の入力． Type 1 のタスクでは，各 c 2 Crowd が，タプルに付与する
属性値を図 5.2のようなフォームを通じて入力する．フォームのページには，タスクに関する説明
と，既に入力された属性値（図 5.2では，ワーカへの分かりやすさを考慮して「グループ名」と表
記），属性値を入力するための HTMLフォームが表示されている．さらに，ワーカが，他に属性値
がないことを宣言するためのボタンも配置されている．
入力された属性値はリレーション Name tableの name属性に追加される（図 5.1）タスク数は，
jCrowdj  k+M である．ここで，kは，各 c 2 Crowdの平均の入力回数，M は終了宣言のため
の特別なタスクの入力回数である．
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図 5.2 Type 1のタスク
図 5.3 Type 2のタスク
Type 2. 非両立性入力タスク Type 2では各 n 2 Namesに対してタスクが作成される（したがって，タ
スク数は jNamesjである）．各タスクは，図 5.3のようなフォームを通じて nと両立しない全ての
n0 2 Names  fngにチェックを入力するものである．チェックされた全ての n0 を Namesリレー
ションの incompatible names属性の値として追加する．例えば，図 5.1では「A棟」と両立
しない属性値の集合として「B棟」「C棟」「D棟」が入力されている．
Type 3. 属性値付与タスク R’と S’の各タプルに対して Type 3のタスクが作成される．このタスクで
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図 5.4 Type 3のタスク
図 5.5 CSJPで生成されるリレーションの例
は，ワーカが各タプルに適切な属性値を付与する．タスク数は jRj + jSjである．図 5.4 のような
フォームを通じて propの属性値および no propの属性値を入力する．例えば，図 5.5では R’
の部屋番号が「7D130」である属性 propの値として f春日エリア g，属性 no propの値として
fA棟，B棟 gが入力されている．
5.1.2 CSJPの手続き
CSJPの手続きは次の通りである．
1. R(...)および S(...)に，propと no prop属性を追加して，R’(..., prop, no prop)，
S’(..., prop, no prop)を作成する．
2. Type 1 のタスクをワーカに割り当て，ワーカが入力した属性値を Name table リレーションの
name属性に追加する．他に属性値がないことを宣言するためのボタンM 回押されると，Type 2
のタスクをワーカに割り当て，ワーカが incompatible namesの値を入力する．全ての Type 2
のタスクが完了すると，Type 3のタスクがワーカに割り当てられ，ワーカが R’と S’リレーショ
ンに propと no propの値を入力する．Type 3のタスクの処理が行われる間，Type 2のタスク
の結果は no propの値のいくつかを自動的に計算するのに使われる．
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3. R’ 1JP S’を次の Join Pre-filterで計算する．JP は次の通りである．
:(R’:prop \ S’:no prop 6=  _ R’:no prop \ S’:prop 6= )
すなわち，R’の属性 propの値が，S’の属性 no propに含まれる場合，タプルの結合を行わな
い．S’に対しても同様である．例えば，図 5.5では R’の部屋番号が「7D130」である属性 prop
の値として f春日エリア g，S’のゼミ名が「三津石研」である属性 no propの値として f春日エ
リア gが入力されている．したがって，これらのタプルの結合は行わない．
5.2 定理
本節では，CSJPが，Join Pre-filterを利用した効率化手法の一般化であることを示す次の 2つの定理に
ついて述べる．（1）CSJPは，ワーカによった必要な情報が全て入力されれば，perfect join pre-filterの結
果と同等である．（2）perfect join pre-filterで削減されないタプルは，CSJPでも削減されない．これらの
定理は，Type 1と Type 2のタスクのみに関係する．なぜなら，Type 3のタスクは通常の結合条件判定タ
スクと本質的に同じだからである．
Theorem 1 CSJPの手続きは perfect join pre-filterをシミュレート可能である． 2
証明．CSJPの手続きによって生成される Join Pre-filterは，次の場合に perfect join pre-filterの手続きに
よって生成される Join Pre-filterと等価である．
 Type 1のタスクによって入力された属性値の集合が F1 [ : : : [ FN であり,かつ
 Type 2のタスクによって，各 Fi に属する fj , fk 2 Fi に関する全ての非両立性が入力されている.
2
次の定理は，各タプルに付与されるラベル l 2 L（4.3 節参照）によって表されるいかなる同値類も
CSJPによってそれ以上に分割されないということをいう．すなわち，perfect join pre-filterで削減されな
いタプルは，CSJPでも削減されないということを保証する定理である．
Theorem 2 Gを CSJPの手続きによって生成される同値類の集合とする．このとき，l 2 Lによって表
されるいかなる同値類も Gの部分集合である． 2
証明．Join Pre-filterを生成するために追加する属性を F1 のみであると仮定しても一般性を失わない．な
ぜなら，perfect join pre-filterでは，各 Fi が互いに独立していることを仮定しているからである（すなわ
ち，L = F1 : : :FN である）．次に，F1 = fA;B;Cgとする．同様に，この仮定も一般性を失わない．
この時，perfect join pre-filterは，3つの異なる同値類 [A]; [B]; [C]を生成する．この時，CSJPの手続き
で perfect join pre-filterと同じ同値類が生成できない次の 2つのケースが存在する．
Case A: CSJPの手続きが Type 2のタスクより前で終了した場合．このケースでは，CSJPが F1 を分
割することはない．全ての [A], [B], [C]が F1 の部分集合であることは自明である．
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Case B: CSJP の手続きが F1 に関する全ての非両立性が入力されるより前で終了した場合．C とそれ
以外の属性値の間の非両立性が入力されなかった（すなわち ‘A 6= B’だけが入力された）と仮定す
る．この時，CSJPの手続きは，[A] [ [C]と [B] [ [C]という 2つの同値類を生成する．具体的に
は，G = f[A] [ [C], [B] [ [C]gである．したがって，[A], [B], [C]は，Gの部分集合である．一般
的に，CSJPの手続きは，「perfect join pre-filterが生成する同値類は，Gに含まれる全ての非両立で
ない同値類の部分集合」という条件を満たすように同値類の集合を生成する．したがって，perfect
join pre-filterが生成する全ての同値類は，CSJPによって生成される同値類の部分集合である． 2
5.3 総タスク数
Type 1の総タスク数は，jCrowdj  k +M である．ここで，k は，各 c 2 Crowdの平均の入力回数，
M は終了宣言のための特別なタスクの入力回数である．また，Type 2のタスク数は jNamesj，Type 3の
タスクにおいて jRj+ jSjである．したがって，総タスク数は次のようになる．
(jCrowdj  k +M) + jNamesj+ (jRj+ jSj):
16
第 6章
動的なデータベースにおける CSJP
CSJPでは，タプルが継続的に追加されるような動的なデータベースにおいては，効率化のためのタス
クも継続的に増加する．本章では，動的なデータベースにおける CSJPについて説明する．
6.1 動的なデータベースの分類
動的なデータベースにおいて追加されるタプルは，既存のタプルと同じような性質を持っていることも
あれば，全く異なる性質を持っていることもある．この観点から動的なデータベースを分類すると，表
6.1に示す 4つのケースに分類することができる．
表 6.1 動的なデータベースの分類
既存の属性 Fi の属性値
増えない 増える
新たな属性 Fj の属性値 増えない Case 1 Case 2
増える Case 3 Case 4
Case 1: 新しく追加されるタプルが既存のタプルと同じ性質の場合である．具体例を鉄道車両の写真とそ
の路線名（例：山手線，京急線）の結合を行う問合せで考える．この例で，車両の色で同値類に分割する
ための既存の属性 colorの属性値として，red，blue，greenが入力されているとする．Case 1は，
既存の路線の鉄道車両の写真が追加される場合である．この場合，既存のタプルに付与されている属性値
以外は現れない．したがって，追加で Type 1と Type 2のタスクを行う必要はない．
一方，Case 2, Case 3, Case 4は，新しく追加されたタプルが既存のタプルと異なる性質の場合である．
Case 2: 既存のタプルに付与されている属性値以外に，既存の属性の属性値が新たに現れる．同じ問合せ
の例では，新たに路線の鉄道車両の写真とその路線名が追加される場合である．この場合，新しい色の鉄
道車両が追加されているとすると，追加で Type 1と Type 2のタスクを行う必要がある．例えば，既存の
属性 colorの属性値として，orangeが必要になるとすると，追加で Type 1と Type 2のタスクを行う
必要がある．
Case 3: 新たな属性の属性値が現れる．同じ問合せの例では，新たに路線バスの写真とその路線名が追加
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される場合である．この場合，例えば，新たな属性 vehicleの属性値として，busと trainが必要に
なるので，追加で Type 1と Type 2のタスクを行う必要がある．
Case 4: 既存の属性の属性値が新たに現れ，かつ，新たな属性の属性値が現れる．この場合も，追加で
Type 1と Type 2のタスクを行う必要がある．
6.2 定理
本節では，CSJP が，動的なデータベースに対しても適用可能であることを示す定理について述べる．
この定理は，動的なデータベースにおいても，perfect join pre-filterで削減されないタプルは，CSJPでも
削減されないことをことを保証する定理である．
Theorem 3 Gを CSJPの手続きによって生成される同値類の集合とする．その後，タプルが新たに追
加された後に，CSJPの手続きによって生成される同値類の集合を G0 とする．このとき，l 2 Lによって
表されるいかなる同値類も G0 の部分集合である． 2．
証明．F1 = fA;B;Cgとする．また，G = f[A]; [B]; [C]gとする．この時，動的なデータベースには，次
の 4つのケースが存在する（6.1参照）．
Case 1: 既存の属性 F1 の属性値以外が現れない場合．このケースでは，新たに追加されたタプルに対し
て，prop と no prop 属性の値を入力する Type 3 のタスクのみを行うので，F1 は変化しない．
この時，G0 = f[A]; [B]; [C]gである．したがって，Theorem 2より，l 2 Lによって表されるいか
なる同値類も G0 の部分集合である．
Case 2: 既存の属性 F1 の新たな属性値が現れる場合．新しい属性値 D が現れて，F1 = fA;B;C;Dg
となったとする．perfect join pre-filter は，[A]; [B]; [C]; [D]g という同値類を生成する．この時，
Theorem 2より，l 2 Lによって表されるいかなる同値類も G0 の部分集合である．
Case 3: 新たな属性 F2 の属性値が現れる場合．新たな属性の属性値 ;  が現れて，F1 =
fA;B;Cg; F2 = f; g となったとする．この時，perfect join pre-filter においては，F1 と F2 は
互いに独立していることを仮定しているので，このケースは Case 1 と同様である．したがって，
Theorem 2より，l 2 Lによって表されるいかなる同値類も G0 の部分集合である．
Case 4: 既存の属性 F1 の新たな属性値と，新たな属性 F2 の属性値が現れる場合．F1 =
fA;B;C;Dg; F2 = f; g となったとする．この時，perfect join pre-filter においては，F1
と F2 は互いに独立していることを仮定しているので，このケースは Case 2 と同様である．した
がって，Theorem 2より，l 2 Lによって表されるいかなる同値類も G0 の部分集合である． 2
6.3 総タスク数
本節では，動的なデータベースにおける総タスク数について議論する．リレーション Rと Sが存在し，
R に x タプルが追加されたとする．CSJP を適用しない場合には，結合条件判定タスクが x  jSj 増加
する．
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t1; t2; t3 がそれぞれ，Type 1, Type 2, Type 3で増加するタスク数とすると，CSJPを適用する場合の総
タスク数は，t1+ t2+ t3 増加する．t1; t2; t3 については 6.1節で述べた Case 1の場合と，それ以外のケー
スの場合の 2通りで次のようにまとめることができる．
Case 1: この場合，既存のタプルに付与されている属性値以外は現れないので，追加で Type 1と Type 2
のタスクを行う必要はない．したがって，t1 = 0; t2 = 0; t3 = xである．
Case 2, Case 3, Case 4: この場合，追加で Type 1と Type 2と Type 3のタスクを行う必要がある．Type 1
で追加される属性値の数を y とすると，t1 = (jCrowdj  k +M); t2 = y; t3 = xとなる．
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第 7章
実験と評価
本章では，CSJP を評価する実験とその結果について述べる．本実験の目的は，CSJP が perfect join
pre-filterと比較してどの程度の効率化を実現できるか調査することである．また，動的なデータベースに
おける CSJP の効率を検証するため，6.3 節で理論的に示した動的なデータベースにおける総タスクが，
実際にどのような値になるかシミュレーションで調査する．
本実験では，学術利用を目的として構築中のクラウドソーシングプラットフォーム Crowd4U[8]を利用
した．Crowd4Uは，閉世界仮説を前提としない Datalog風の言語 CyLog[8]を用いて，データ中心型クラ
ウドソーシングを実現するためのプラットフォームである．Crowd4Uでは，登録されたワーカの属性情
報がプログラマに見えており，プログラマはドメイン知識を持っていそうなワーカへタスクを依頼するこ
とが可能である．本実験ではこの機能を利用して，タスクの依頼を行った．
7.1 実験環境
問合せ．本実験では，Human-powered Joinを含み，タスクを行う際にドメイン知識が必要であると考え
られる問合せ Q1を Crowd4U上で実行する．筑波大学に詳しくないプログラマが事前に Join Pre-filterの
ためのヒントを与えることは困難であると考えられる．
ワーカ．本実験では Crowd4Uを通じて，問合せ Q1に対する部分的な知識を持つと思われる学生 5人を
用意し，タスクを行うことを依頼した．
データ．実験に利用するデータとして次の 2 つのリレーションを利用した．各リレーションのタプル数
は，Rが 52，Sが 62である．
 R：筑波大学春日エリアの部屋番号一覧
 S：筑波大学図書館情報メディア研究科のゼミ名一覧
パラメータ．本実験における唯一の変数は，M である．これは，ワーカが，他に属性値がないことを宣
言するためのボタンを Type 1のタスクで押した回数である（参照 5.1節）．本実験では，M = 5として
いる．すなわち，全てのワーカがボタンを押す必要がある．
比較対象．CSJPの比較対象として，一定のドメイン知識を持つプログラマによる perfect join pre-filterを
適用した場合を設定した．具体的には，次の 2つの異なるレベルのドメイン知識を用いて行われる理想的
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な効率化を想定し，どれだけのタスクの削減効果があるか計算した．（Perfect 1） building name属
性を Rと Sに追加する．これは，プログラマが建物名に関するドメイン知識を持っているということを
想定している．（Perfect 2）building name属性と floor number属性を Rと Sに追加する．これ
は，プログラマが建物名と階数に関するドメイン知識を持っていることを想定している．
CSJPによって入力される属性値は必ずしも全て正しい値とは限らない．タスク数の削減効果を計算す
るために，次の 2つのケースを設定した．（CSJP 1） building name属性と floor number属性に
対応するような属性値（例：7D棟，1階など）を CSJPの計算に利用する．（CSJP 2）入力された全て
の属性値を CSJPの計算に利用する．
7.2 実験結果と考察
7.2.1 静的なデータベースに対する CSJPの効率
図 7.1 は，Join Pre-filter を適用しない場合の総タスク数（JP なし），一定のドメイン知識を持つプロ
グラマによる perfect join pre-filter である Perfect 1 と Perfect 2 を利用した場合の総タスク数，CSJP で
ある CSJP 1 と CSJP 2 を利用した場合の総タスク数を比較したグラフである．CSJP 1 では総タスク数
が 1617であり，十分に効率的な Perfect 1と Perfect 2の中間のタスク数である．また，CSJP 2では総タ
スク数が 734であり，Perfect 2より多くのタスクが削減されている．これは，building name属性と
floor number属性以外にも，Join Pre-filterに利用可能な属性値が数多く入力されたからである．これ
らの結果は，各 c 2 Crowdが問合せ Q1に対する部分的な知識を持つときには，CSJPによる効率化が有
効である可能性を示唆している．
CSJPによる各タスクの実行結果の詳細は次の通りであった．まず，Type1のタスクでは，29の分割ラ
ベルが付与された．次に，Type2のタスクでは，分割ラベルの組合せ 29C2 のうち，40の非両立ラベルの
ペアが発見された．また，Type3の属性値付与タスクでは，部屋番号リレーション R（タプル数 52)に関
して，全てタプルに対して属性 propの値が付与され，51のタプルに対して属性 no propの値が付与
された．ゼミ名リレーション S (タプル数 62）に関しては，全てのタプルに対して属性 propおよび，属
性 no propの値が付与された．
7.2.2 タスク処理時間分布と総タスク処理時間
本実験では，ワーカが各タスクを選択してから終了ボタンを押すまでの時間をタスクの処理時間として
計測した．タスク処理時間分布図を図 7.2 に示す．これらのタスクの処理時間の平均は約 40 秒であり，
約 84%のタスクが 60秒以下で完了した．
総タスク処理時間は，1時間 42分 26秒であった．
7.3 動的なデータベースのシミュレーション
動的なデータベースにおける CSJPの効率を検証するため，6.3節で理論的に示した動的なデータベー
スにおける総タスクが，実際にどのような値になるかシミュレーションで調査する．部屋番号リレーショ
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図 7.1 CSJPによるタスク数の削減効果
図 7.2 タスク処理時間分布
ン Rにいくつかのタプルが追加されることをシミュレーションするために，次のようなシナリオを設定す
る．なお，このシナリオは，6.1節で述べた Case 2に対応する．
シミュレーションのシナリオ．筑波大学の春日エリアには講義棟・研究棟・ユニオン棟という 3 つの建
物がある．このうち，ユニオン棟という建物が新しく建造され，いくつかの部屋が新たに増えるという
状況を仮定する．具体的には，部屋番号リレーション R が 52 のうち，はじめから存在するタプル数が
40（約 77%），新たに追加されるタプル数が 12（約 33%）であることを仮定する．ゼミ名リレーショ
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図 7.3 動的なデータベースにおける CSJPによるタスク数の削減効果
ン Sにはタプルは追加されない．ユニオン棟が建造されるまでは，Join Pre-filterを生成するために追加
する属性 building nameの属性値は f講義棟;研究棟 gであり，属性値 floor numberの属性値は
f1F;2F;3F;4F;5Fgであるとする．ユニオン棟は，4階建ての建物であるので，タプルが追加されるこ
とによって追加される属性値は「ユニオン棟」のみを仮定する．
総タスク数のシミュレーション．このようなシナリオで，動的なデータベースにおける総タスク数を計算
する．Type 1のタスクでは，新たにユニオン棟という建物名が属性値として入力されるので，1タスク増
える．Type 2のタスクでは，ユニオン棟とそれ以外の既存の属性値との非両立性が入力されるので，1タ
スク増える．ここでは，「講義棟 6= ユニオン棟」「研究棟 6= ユニオン棟」の非両立性が入力されたとする．
Type 3のタスクでは，新たに追加される 12のタプルに属性値を付与するために，12タスク増える．した
がって，Join Pre-filterのためのタスク数は 14である
次に，削減されるタスク数を計算する．新たなタプルが 12追加されたとき，Join Pre-filterを適用しな
い場合のタスク数は 744である．一方，Type 1, Type 2, Type 3を 14タスクを行うことによって，タスク
数を 179まで削減できる．このシナリオにおいては，動的なデータベースにおいても提案手法が有効であ
ることが分かった．
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第 8章
おわりに
本論文では，Human-powered Joinに対する効率化手法である Crowdsourced Join Pre-filterを提案した．
提案手法は，Join Pre-filter を利用する既存の効率化手法が前提とする仮定が成立しない場合であっても
適用可能な効率化手法である．提案手法のユニークな点は，クラウドソーシングシステムの処理効率化自
体をクラウドソーシングする点である．この意味において，提案手法は高階のクラウドソーシングである
といえる．このようなクラウドソーシングを行うためには，ワーカが行うタスクを小さな単位に分割する
必要がある．本論文では，このタスク分割の適切性を評価するための尺度を提案した．本論文では，提案
手法に対する提案手法の理論的な分析と実験による評価を行った．理論的な分析では，提案手法を実現す
るマイクロタスクが適切であることを証明した．また，提案手法の有効性をクラウドソーシングプラット
フォーム Crowd4U上で行った実験により評価した．実験結果は，提案手法が既存の Join Pre-filterを利用
した効率化手法と比較して遜色ない性能を示す可能性を示した．特に，静的なデータベースだけでなく，
タプルが継続的に追加される動的なデータベースを対象とした場合においても提案手法が効果的である可
能性を示した．
24
参考文献
[1] Doan AnHai, Ramakrishnan Raghu, Halevy Alon Y.. “Crowdsourcing systems on the World-Wide Web.
Commun.ACM. vol. 54, no. 4, pp. 86-96, 2011
[2] gwap.com. “Matchin”.
http://www.gwap.com/gwap/gamesPreview/matchin/
[3] Marcus Adam, Wu Eugene, Karger David R., Madden Samuel, Miller Robert C.. “Human-powered
Sorts and Joins”. PVLDB 2011, vol. 5, no. 1, pp. 13-24, 2011.
[4] Marcus Adam, Wu Eugene, Madden Samuel, Miller Robert C.. “Crowdsourced Databases: Query Pro-
cessing with People”. CIDR 2011, pp. 211-214, 2011.
[5] Franklin Michael J., Kossmann Donald, Kraska Tim, Ramesh Sukriti, Xin Reynold.. “CrowdDB: an-
swering queries with crowdsourcing”. SIGMOD 2011, pp. 61-72, 2011.
[6] Parameswaran Aditya G., Polyzotis Neoklis.. “Answering Queries using Humans, Algorithms and
Databases”. CIDR 2011, pp. 160-166, 2011.
[7] Tomomi Mitsuishi, Atsuyuki Morishima, Norihide Shinagawa, Hideto Aoki. “Efficient Evaluation of
Human-powered Joins with Crowdsourced Join Pre-filters”. ICUIMC 2013, 2013 .
[8] Atsuyuki Morishima, Norihide Shinagawa, Tomomi Mitsuishi, Hideto Aoki, Shun Fukusumi. “Cy-
Log/Crowd4U: A Declarative Platform for Complex Data-centric Crowdsourcing”. VLDB 2012, August
2012 (demo, to appear).
[9] Michael J. Lyons, Akamatsu Shigeru, Kamachi Miyuki, Gyoba Jiro. “Coding Facial Expressions with
Gabor Wavelets”. Third IEEE International Conference on Automatic Face and Gesture Recognition.
pp. 200-205, 1998.
[10] Atsuyuki Morishima, Norihide Shinagawa, Shoji Mochizuki. “The Power of Integrated Abstraction for
Data-Centric Human/Machine Computations”. VLDS 2011: 7-10
[11] gwap.com. “ESP Game”.
http://www.gwap.com/gwap/gamesPreview/espgame/
[12] Shaili Jain, David C. Parkes: A Game-Theoretic Analysis of Games with a Purpose. WINE 2008: 342-
350
25
本研究に関連する発表論文
審査付国際会議論文
 Tomomi Mitsuishi, Atsuyuki Morishima, Norihide Shinagawa, Hideto Aoki. “Efficient Evaluation of
Human-powered Joins with Crowdsourced Join Pre-filters”. ICUIMC 2013, 2013 .
審査付国内会議論文
 三津石智巳，森嶋厚行，品川徳秀，青木秀人．“Human-powered Join処理に対するクラウドソーシ
ングに効率化手法の評価”．SoC 2012, pp. 103-108，2012．
国内研究会論文
 三津石智巳，森嶋厚行，品川徳秀，青木秀人．“Crowdsourced Join Pre-filterによる Human-powered
Join処理効率化の評価”．DEIM 2013, 2013．
 三津石智巳，森嶋厚行，品川徳秀，青木秀人．“クラウドソーシングによる Human-powered Joinの
効率化”．DEIM 2012, 2012．
26
謝辞
研究指導教員である森嶋厚行先生に深く感謝いたします．研究活動，FusionCOMPプロジェクト，日々
の雑談などを通じて，森嶋研で学んだたことは枚挙に暇がありません．Crowd4U開発の初期から一緒に
プロジェクトを進めてくれた，品川先生，青木君，いつも的確なサポートを本当にありがとうございまし
た．同級生の安永さんとは，卒業研究の頃からお互いに切磋琢磨しながら，ここまでたどり着くことがで
きました．ありがとうございました，お互いこれからも頑張りましょう．森嶋研究室のみなさん，ゼミ
や，Thanksカード，アメニティ大会でお世話になりました．いつも誰かが研究室にいるおかげで，毎日
研究室に足を運ぶことができました．秘書の篠崎さん，出張の際や，アメニティ大会など様々な場面でお
世話になりました．ありがとうございました．既に卒業した森嶋研の先輩方にも大変お世話になり，多く
のことを学びました．いま自分が少しでも先輩方に近づけていることを願います．最後になりましたが，
ゼミなどでご指導をいただきました杉本重雄先生，阪口哲男先生，永森光晴先生に感謝いたします．
