Differential algebraic equations (DAEs), translated from Modelica model, is usually represented by bipartite graph. One of basic premises of creating bipartite graph is to determine types of variables and equations. Type calculation of Modelica equation has been researched and a serial of rules for variability and type calculation has been concluded in this paper.
Introduction
Differential algebraic equations (DAEs), generated by compiling and translating Modelica model, should be debugged by method of structural analysis [1] , and be reduced and decomposed to subsystem serials [2] , to reduce the scale of equation system and improve efficiency of numerical calculation. Most of these symbolic operations are usually processed based on representation of bipartite graph of DAEs, and one of basic premises of creating bipartite graph is determining type of variables and equations. The type of variable, obviously, is as defined in model, while the type of equation has to be deduced from its sub-expressions [3] .
Equation type is the type of variable that equation can solve. Equation type is symbolic calculated by both variability and basic type of its sub-expressions. Generally, type calculation is a bottom-up way as expression is represented in form of tree. But, there are some particular expressions, such as integer(), noEvent(), multi-output function call expression, etc, which may cause type and variability incompatible problem, that is variability of equation is not compatible with type of it. In the paper, reason for this problem is discussed, and the way for debugging is introduced. 
Compatibility of Type and

Variability
As we known, Real type variable can hold all kinds of variability, while variability of Integer, Boolean or String Type variable is no higher than discrete. So does expressions and equations. That is the rule:
Rule 3. The resulting type and variability of equation variability must be compatible.
In following part, cases for Rule 3 are introduced, to show how it works. 
integer() and noEvent()
a=fn(c,d).u; // eq1-1 k=fn(c,d).v; // eq1-2
And eq2, though it is a basic type equation, should be equivalently transformed into:
b=fn(2,if c>0 then 3 else -0.5).u
Key of split transformation is to put the corresponding output formal parameter at the right position, with a symbol ".", as a member attached to its parent expression.
With these transformations, type of multi-output function call expression could be calculated by Rule 5. 
If-Expression
If-expression is defined as "if expression1 then expression2 else expression3" (Modelica 3.2, 19) 
Conclusion
Type calculation of Modelica equation has been researched and a serial of rules for variability and type calculation has been concluded in the paper. Kinds of expression are analyzed to explain possible variability and type incompatible problem, and more rules are introduced, with several examples to show how rules work. The rules for variability and type calculation for equation will helps to find out obscure errors in the model( such as examples in section 3 ), and to build more accurate bipartite graph for DAEs from Modelica model.
