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Tato diplomová práce se zabývá uchováváním geometrické informace o okolním prostředí
pro robotické systémy. Model prostředí je reprezentován objekty, které mohou být získány
pomocí natrénovaných rozpoznávačů, detektorů rovinných ploch, apod. na základě dat ze
senzorů. V této práci je navržen model prostředí, který nepracuje s reprezentací založenou
na mračnu bodů, jak je běžné v podobných řešeních, ale s objekty popsanými pomocí
obalových kvádrů a rovin. Informace o těchto objektech (pozice, apod.) se průběžně mění
podle dat získaných z rozpoznávačů. Implementace je provedena jako modul pro robotický
operační systém ROS. Pro lepší názornost je funkce modelu vizualizována demonstrační
aplikací.
Abstract
This master’s thesis focuses on representation of geometric information about the surroun-
ding environment for robotic systems. Instead of a common point-cloud based represen-
tation, an environment model that stores information about objects described by bounding
boxes and planes is proposed. These objects can be obtained from trained object detec-
tors, planar surface detectors, etc. processing data from sensors (e.g. RGB-D camera). The
information about the objects (position, etc.) stored in the model is constantly changing
according to data obtained from detectors. The environment model is implemented as a
module for Robot Operating System. To illustrate and visualize features of the model, a
demonstration application was also prepared.
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Systém, který má být schopen spolehlivého a samostatného rozhodování, musí mít dostatek
informací. V robotice jde především o to, aby měl podrobné informace o svém okolí. V
současné době se obvykle získávají pomocí skenování okolí. Na základě toho je vytvořeno
mračno bodů z něhož jsou různými operacemi získány potřebné informace.
Cílem této práce je vytvoření systému pro práci s modelem reálného prostředí umožňu-
jícího uchovávání a rychlou manipulaci s objekty v prostoru, ve kterém se nachází robot.
Model není založen přímo na mračnu bodů, ale je postaven na vyšší úrovni. Data jsou nej-
prve zpracována různými rozpoznávači, které je spojí do větších celků – např. rovin nebo
konkrétních předmětů reálného světa. Teprve tyto celky, nejčastěji reprezentované vektorově
nebo pomocí obalových kvádrů, jsou uloženy do modelu.
Implementace je založena na datové struktuře octree především kvůli rychlosti požado-
vaných operací. Reálný svět se v čase mění a model se musí přestavovat podle aktuálních
dat z rozpoznávačů. Proto je důležité rychlé provádění operací s objekty, zejména jejich
přidávání, odebírání, hledání podobností a získávání objektů z okolí daného bodu.
Jelikož model pracuje s většími objekty, umožňuje schématičtější a ucelenější zobrazení
než modely založené na mračnech bodů. Zároveň je možné uchovávat informace o historii
pohybu objektů a ty využít např. pro predikci jejich dalšího pohybu. V neposlední řadě je
pro parametrickou reprezentaci potřeba méně dat.
Aby bylo možné model začlenit do existujících systémů je vytvořen modul pro operační
systém ROS. Ten pak může sloužit např. jako podklad k autonomní navigaci robota nebo
pro vizualizaci bezprostředního okolí robota vzdálenému operátorovi.
Práce je rozdělena do šesti hlavních kapitol. Nejprve je popsán způsob jakým lze získat
obraz reálného světa a jak jej lze uložit do počítače. Jsou představeny struktury, které
umožňují rychle přistupovat k získaným datům. Další kapitola zmiňuje některá hotová řešení
pro ukládání a práci s modelem reálného nebo virtuálního prostředí. Ve čtvrté kapitole
je uveden robotický operační systém ROS a principy nad nimiž je postaven. Následuje
specifikace a návrh dynamického modelu. V předposlední kapitole je popsána implementace
modelu a aplikace ukazující činnosti probíhající uvnitř modelu. Nakonec je implementace
otestována a jsou předvedeny výsledky, kterých bylo dosaženo.
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Kapitola 2
Reprezentace scény v počítačové
grafice a robotice
Pokud chceme vytvořit robota, který je schopen se rozhodovat autonomně či alespoň čás-
tečně nezávisle na ovládacím personálu, je nutné aby měl znalosti o svém okolí. Tyto znalosti
mu můžeme zadat nebo si je může robot opatřit sám pomocí různých senzorů. Se zvětšují-
cím se pokrokem techniky se snažíme, aby lidmi zadávaných informací bylo co nejméně a
robot by tak dokázal fungovat i ve zcela neznámém prostředí.
Mnoho informací o okolním prostředí získávají lidé pomocí zraku. Člověk se díky němu
dokáže rychle zorientovat v prostoru a udělat si celkovou představu o tom, co všechno se
v jeho okolí nachází. Zároveň je schopen si všimnout detailů a odlišit jednotlivé předměty
od sebe. To vše dokáže s minimálním soustředěním se a provádí to automaticky. Jednou
ze snah robotiky je tento smysl napodobit a využít ho pro získávání informací v robotech.
Toto úsilí nezávisí jenom na pokrocích v senzorech, ale především na zpracování získávaných
informací [9].
2.1 Vytvoření modelu reálného světa
Existuje velké množství levných snímačů schopných získat dostatečné kvalitní dvouroz-
měrný obraz. Pro vytvoření komplexního a detailního modelu reálného světa je však důležité
získat také informaci o vzdálenosti jednotlivých předmětů. V současné době zažívají velký
vzestup RGB–D senzory.
RGB–D senzor
RGB–D senzor je zařízení schopné zachytit RGB obraz včetně hloubkové informace, která je
poskytnuta s přesností na jeden pixel. Tato zařízení jsou dostupná již delší dobu, ale jejich
velkým problémem byla vysoká pořizovací cena. To se změnilo v roce 2010 kdy Microsoft
uvedl na trh RGB–D senzor s názvem KINECT
TM
. Ten je určen primárně pro ovládání
videoher, avšak vzhledem ke svým schopnostem ho začala spousta výzkumníků používat
pro účely mapování okolního prostředí a 3D modelování různých předmětů [7, 8].
Senzor je složen ze tří částí. První částí je klasická RGB kamera, která slouží pro snímání
barevného obrazu. Hloubková informace je pak získána spoluprací infračerveného projek-
toru a infračervené kamery. Nejprve je do prostoru promítnuta matice infračervených bodů
tvořená průchodem laserového paprsku skrz difrakční mřížku. Ta je potom snímána infra-
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Obrázek 2.1: RGB–D senzor KINECT
TM
od firmy Microsoft, převzato z [4]
červenou kamerou. Na základě posunu umístění bodů oproti referenčnímu snímku, vytvoře-
nému na rovné ploše, je vypočítána vzdálenost jednotlivých bodů od snímače [8].
Přesnost měření RGB–D senzorem je ovlivněna různými chybami. Podle [7] se chyba
kvadraticky zvyšuje s rostoucí vzdáleností objektu od senzoru. Při vzdálenosti 0,5 m je
chyba několik milimetrů. Jakmile však vzdálenost zvětšíme na maximálních 5 m, vzroste
chyba až na 4 cm. Dalším problémem je velká rozteč mezi body, která při maximální
vzdálenosti tvoří až 7 cm. Údaje jsou uváděny pro KINECT
TM
.
2.2 Point cloud a jeho zpracování
Velké množství bodů v trojrozměrném prostoru, které dostáváme např. z RGB–D senzorů,
se nazývá mračno bodů (point cloud). Jde o obrovské množství informací, které je nutné
vhodným způsobem zpracovat. Pro zjednodušení práce s point cloudem byla vytvořena
knihovna PCL, která se snaží o implementaci potřebných algoritmů. Obsahuje jich velké
množství od filtrace point cloudu až po rekonstrukci ploch [12].
Na základě těchto algoritmů jsou postaveny složitější rozpoznávače, které umožňují z
point cloudu získat větší celky a dát jim různou sémantiku. Těchto objektů je mnohem
méně než bodů v point cloudu a dá se s nimi lépe pracovat.
2.3 Dělení prostoru
Při práci s objekty v prostoru je velmi důležité zvolit vhodnou strukturu pro uložení dat.
Pouze malé scény s velmi nízkým počtem objektů lze uložit do datových struktur, které
neberou v úvahu rozvržení scény. Pro jakoukoliv složitější scénu je nutné využít struktury,
které respektují umístění objektů ve scéně.
V následujících odstavcích popisuji tři běžně používané struktury.
BSP strom
BSP (Binary Space Partition) strom je binární strom tvořený uzly dělícími prostor na
dvě části. Je navržen především pro zjednodušení vykreslování statických scén, které jsou
tvořeny konvexními polygony. Jeho struktura umožňuje procházení polygonů v pořadí vhod-
ném pro vykreslení malířovým algoritmem.
Každý uzel dělí prostor na přední a zadní poloprostor pomocí roviny, která je určena
některým polygonem z příslušného prostoru. Polygony, které jsou protnuty dělící rovinou a
nelze je tedy správně umístit, jsou rozděleny na dvě části.
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Obrázek 2.2: Binary Space Partition
Pro BSP je kritický výběr dělící roviny. Špatný výběr může razantním způsobem zvýšit
počet polygonů v celém stromu. Proto se při každém dělení vybírá taková rovina, která
rozdělí co nejmenší množství polygonů.
BSP stromy nejsou vytvářeny v reálném čase, ale jsou předpočítány před zahájením
vykreslování. Jsou tedy určeny především pro reprezentaci scén, které se během vykreslování
nemění.
Příklad prostoru rozděleném pomocí BSP je znázorněn na obrázku 2.2. Podrobnější
informace lze nalézt v [6], kde byly BSP stromy poprvé navrženy ve zde popsané podobě.
Graf scény
Graf scény, na rozdíl od jiných způsobů dělení prostoru, nepracuje pouze s umístěním
objektů, ale využívá také znalostí o vzájemných vztazích mezi objekty. Je realizován jako
strom. Jednoduchý příklad je ukázán na obrázku 2.3.
Listy stromu obsahují nejjednodušší objekty, které lze přímo vykreslit. Může se jednat
o jednotlivé polygony, ale i o jiné objekty, které považujeme za dále nedělitelné. Ty jsou
hierarchicky spojovány do stromové struktury, čímž jsou vytvářeny stále komplikovanější
objekty. Kořen stromu potom reprezentuje celou scénu.
Každý uzel obvykle definuje obalový kvádr, v němž se nachází všichni jeho potomci.
Tak lze rychle zjistit, zda je daný uzel a jeho potomci viditelný a zda je nutné jej vykreslit.
Graf scény je implementován např. v knihovně OpenSceneGraph. Další informace o grafu
scény i o této knihovně obsahuje [10].
Octree
Octree je zkrácený název pro oktalový strom. Kořen stromu obsahuje celou scénu. Ta je
rozdělena na osm stejně velkých částí se společným bodem, který se nachází ve středu scény.
Každá z těchto částí je reprezentována uzlem.
Vzniklé podprostory jsou dále děleny stejným způsobem a samotné objekty scény jsou
obvykle uloženy pouze v listech. Toto dělení probíhá tak dlouho, dokud se v podprostoru
nachází nějaké objekty nebo není splněna jiná podmínka, která dělení ukončí. Lze využít
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Obrázek 2.3: Graf scény
různé podmínky případně jejich kombinace. Může být např. omezena výška stromu nebo
maximální počet objektů, které obsahuje jeden list.
V případě, že objekt zasahuje do prostoru reprezentovaném více uzly, je objekt obvykle
uložen do všech takových uzlů. V závislosti na případu použití je však možné jej uložit
pouze do jednoho z nich.
Nejpřirozenějším způsobem implementace uzlu octree je využití struktury, která obsa-
huje ukazatele na potomky. Pro usnadnění pohybu ve stromu je možné přidat ukazatele na
rodiče případně na sousední uzly. Identifikace listů je řešena polymorfismem, nastavením
příznaku nebo pouhou absencí ukazatelů na další uzly.
Pokud ukládáme do octree pouze jednoduché objekty, lze informace o nich uložit přímo
do struktury uzlu. V případě složitějších objektů je vhodné do uzlů ukládat pouze ukazatel
na tyto objekty.
Existují však i jiné způsoby implementace, např. pomocí pole obsahujícího jednotlivé
uzly. Ty lze včetně dalšího popisu octree nalézt v článku [13].
Největší výhodou octree je jeho univerzálnost. Na rozdíl od grafu scény není nutné
znát vztahy mezi jednotlivými objekty. To je velká výhoda při vytváření stromu, kdy se
postupuje pouze na základě pozice jednotlivých objektů. Zároveň je to však nevýhoda,
protože ze samotného octree nelze přímo určit, které objekty spolu nějakým způsobem
souvisí.
Zásadní výhodou octree oproti BSP stromu je nezávislost struktury na jednotlivých
objektech. Přidávání a odstraňování je v octree triviální operace. To však neplatí o BSP
stromech, které v původním návrhu s dynamickou editací nepočítají.
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Obrázek 2.4: Prostor rozdělený pomocí octree
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Kapitola 3
Existující nástroje pro reprezentaci
scény
V dnešní době existuje řada oblastí, kde se setkáme s úkolem nějakým způsobem reprezen-
tovat reálnou nebo virtuální scénu. Tato kapitola zmiňuje dvě z nich – knihovny používané
v robotice a 3D herní engine.
3.1 Knihovny využívající octree v robotice
Vzhledem k tomu, že práce s rozměrnými mračny bodů, je v robotice celkem častý úkol,
existují propracované knihovny, které se zabývají reprezentací těchto mračen pomocí octree.
Zde uvádím knihovny Octomap a součást PCL zabývající se octree.
Octomap
Octomap [14] je knihovna určená pro ukládání diskrétních prostorových dat. Je založena
na datové struktuře octree a je dostupná pod licencí LGPL. Primárně je určena pro spolu-
práci se senzory zachycujícími tvar okolního prostředí. Jelikož data ze senzorů nejsou zcela
přesná, pracuje s pravděpodobnostními hodnotami namísto použití exaktních údajů. Hlav-
ním přínosem Octomap je její schopnost bezeztrátové komprese a zavedení formátu, v němž
ukládá výslednou mapu na disk.
Každý uzel obsahuje údaj o tom, jak je pravděpodobné, že jím reprezentovaný prostor
je obsazen pevným objektem. Pokud je pravděpodobnost vyšší než je maximální práh, je
prohlášen za stabilního a označen jako obsazený. Obdobně pokud je pravděpodobnost nižší
než minimum, je uzel označen jako volný. Jestliže jsou všichni potomci uzlu stabilně obsazení
nebo volní, je možné potomky zrušit a využívat pouze údaj uložený v rodiči.
Aktualizace pravděpodobností je prováděna v taková hloubce stromu, která odpovídá
rozlišení senzoru. Pravděpodobnosti jsou pak propagovány jejich rodičům. Pokud jsou ak-
tuální data v rozporu se stabilními uzly, přestanou být stabilními a jsou vytvořeny nové
listy.
V Octomap je dále zaveden speciální formát pro uložení dat na disk. V tomto případě
se nepoužívají pravděpodobnostní ohodnocení, ale každý uzel je zařazen do jedné ze čtyř
kategorií: obsazený, volný, neprozkoumaný a vnitřní. Tato informace je uložena ve dvou
bitech. Výstupní soubor je pak vytvořen tak, že je procházen celý strom a u každého uzlu
jsou uloženy třídy všech jeho osmi potomků. Autoři [14] uvádějí, že při použití tohoto
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Obrázek 3.1: Ukázka komprese prostoru používáná v Octomap, převzato z [14]
formátu se i při ukládání velkých prostorů nedostali přes velikost souboru 2 MB. Postup
vytvoření tohoto formátu je znázorněn na obrázku 3.1.
PCL octree
Knihovna PCL, určená pro práci s mračny bodů, obsahuje mimo jiných také modul pro
převedení mračen do podoby octree. Tato knihovna je určena především pro provádění
vyhledávacích operací nad získanými daty. Obsahuje octree ve variantě kdy má každý uzel
buď všechny potomky nebo žádného. Celý modul je implementován pomocí šablon v C++.
[12]
3.2 Reprezentace scény v herních 3D enginech
Problém reprezentace vektorové scény je hojně řešen v oblasti moderních počítačových her.
V současné době je k dispozici velká řada volně dostupných 3D herních enginů. Každý z
nich nějakým způsobem řeší reprezentaci scény. Zde jsou uvedeny tři z nich.
Cube 2 engine
Tento 3D engine je použitý ve hře Cube 2: Sauerbraten a je k dispozici pod zlib licencí. Je
zajímavý především způsobem jakým reprezentuje herní svět.
Nejmenším a jediným elementem herního světa je tzv. kostka. Jde o prostorový útvar,
který je založen na krychli modifikované parametry určujícími délky hran. Přesný tvar
kostky je určen strukturou, která obsahuje 12 proměnných. Každá z nich odpovídá jedné
hraně a má velikost jeden byte. V tomto bytu jsou zakódována dvě čísla 0–8, která udávají
pozice na hraně krychle. První číslo určuje začátek a druhé konec hrany na kostce. Výsledný
tvar potom vznikne pospojováním takto definovaných hran. Viz obrázek 3.2.
Model celého světa je uložen v octree, kde kostky tvoří jeho listy. Ostatní uzly obsahují
jeden ukazatel, který ukazuje na začátek paměti, kde jsou za sebou uloženi všichni jejich
potomci.
Tato struktura umožňuje bezproblémové dynamické měnění herního světa. Důkazem
toho je editor, který je integrován přímo do hry a umožňuje přímo za běhu měnit herní
mapu. Toto je navíc umožněno i v rámci síťové hry, kdy může více lidí najednou upravovat
stejné prostředí.
12
Obrázek 3.2: Kostka v Cube 2 engine
Celý engine je napsán se snahou o co nejjednodušší a minimalistický kód. Je kladen
důraz na to, aby žádný řádek nebyl napsán zbytečně. Důsledkem toho je, že kód je stručný
a snadno pochopitelný, na druhou stranu je úzce specializovaný a nelze jej přímo použít v
jiném projektu.
Více informací o enginu lze nalézt ve zdrojových kódech, především ve vývojářské do-
kumentaci, a na stránkách hry [1].
OGRE
OGRE je 3D engine, který je od verze 1.7 dostupný pod MIT licencí. Je k dispozici jako
balíček pro ROS, kde je využíván pro tvorbu vizualizačních nástrojů.
Objekty jsou v OGRE udržovány v tzv. manažeru scény. Standardní manažer, který je
umístěn v jádru engine se chová jako graf scény. Ten je však možné nahradit jinými ma-
nažery, které mohou pracovat na jiném principu. Součástí distribuce je několik přídavných
modulů, které obsahují nejčastěji používané manažery. Každý z nich se používá v jiných
situacích.
Octree Scene Manager je doporučován jako univerzální manažer vhodný pro všechny
druhy scény. Pro určité druhy scén však může existovat optimálnější varianta.
BSP Scene Manager lze využít pro správu vnitřních prostor. V dokumentaci OGRE
je ale zmíněno, že v dnešní době nemá smysl tento manažer využívat, protože jsou jeho
největší výhody překonány, a je pouze udržován.
Portal Connected Zone Scene Manager je manažer založený na portálech a zónách. Zóny
jsou manuálně spojovány pomocí portálů. Slouží pro správu a propojení nesourodých scén.
Pro více viz [5].
Irrlicht engine
Jde o volně šiřitelný 3D engine, který je, stejně jako Cube 2, k dispozici pod zlib licencí.
Objekty jsou organizovány v grafu scény s podporou různých typů uzlů. Uzlem mohou
být nejen jednoduché objekty jako 2D billboard, světlo nebo kamera, ale i složitější. Mezi
ty patří např. statická scéna reprezentovaná BSP stromem nebo prostor rozdělený pomocí
octree.
Další informace jsou na stránkách 3D enginu [3].
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Kapitola 4
ROS – Robot Operating System
Robot Operating System, zkráceně ROS, je framework zjednodušující vývoj software pro
robotické systémy. Navzdory názvu nejde o klasický operační systém pracující přímo s
hardwarem, ale pro svůj běh vyžaduje jiný operační systém. ROS je určen především pro
systémy UNIXového typu. Předkompilované balíčky jsou vydávány pro Ubuntu, které je
zároveň doporučovaným systémem pro vývoj. Dále existuje verze pro Windows, která však
neobsahuje všechny nástroje a slouží spíše jako most pro začlenění software dostupného
pouze pod tímto systémem.
ROS je vyvíjen na komunitní bázi a jeho základní části jsou dostupné pod BSD licencí.
Pro více informací viz [2] a [11], ze kterých čerpá tato kapitola.
4.1 Členění ROS
ROS byl navržen s důrazem na co největší modularitu se snahou o decentralizaci jeho
součástí. Základní funkční jednotkou je uzel (node). Tím může být libovolný program,
který komunikuje s ostatními uzly pomocí jasně definovaných zpráv a služeb. Uzly je možné
implementovat v různých jazycích. V současné době jsou podporovány jazyky C++, Python
a LISP. Podpora pro jazyky Java a Lua je v experimentálním stádiu.
Balíček (package) je nejmenší organizační jednotka v ROS. Může obsahovat jeden
či více uzlů, případně knihovny a nástroje podporující jejich tvorbu. Do jednoho balíčku
jsou zařazeny komponenty, které jako celek poskytují určitou základní funkcionalitu a mají
společné závislosti. Tyto závislosti by měly být co nejmenší, aby bylo možné balíček používat
v různých situacích.
Stoh (stack) je větší organizační jednotka. Skládá se z jednoho nebo více balíčků, které
dohromady poskytují složitější funkcionalitu. Prioritou nejsou co nejmenší závislosti, ale
zjednodušení instalace větších celků.
4.2 Model scény v ROS
ROS neobsahuje jeden konkrétní nástroj pro práci se scénou. Namísto toho je dostupných
více balíčků, každý pro svůj konkrétní účel. Pro správu mračen bodů je dostupná knihovna
PCL. Pro účely ukládání dat při vytváření mapy okolí a pro navigaci Octomap. Vizualizace
prostředí je realizována programem rviz, který je založen na 3D engine OGRE.
To však nejsou jediné knihovny, které jsou v ROS k dispozici pro práci s modelem
scény. Vzhledem k tomu, že ROS je vytvářen jako necentralizovaný systém, může si každý
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vytvořit svůj vlastní balíček s libovolnou funkcionalitou. Z toho důvodu je v ROS přítomno
více balíčků, které nějakým způsobem modelují scénu.
4.3 Komunikace mezi uzly
V ROS komunikují všechny uzly přímo mezi sebou. Jediným centrálním prvkem je uzel
nazývaný master, který umožňuje nalezení protějšího uzlu pro komunikaci. Veškerá další
komunikace probíhá přímo s cílovým uzlem. V ROS jsou k dispozici dva druhy komunikace
– synchronní a asynchronní.
Asynchronní komunikace – zprávy
Asynchronní komunikace je založena na tématech (topics) a zprávách (messages). Uzel
odesílající zprávy na určitém tématu se nazývá vydavatel (publisher). Uzel přijímající
zprávy je odběratel (subscriber). Na jednom tématu může publikovat zprávy více vyda-
vatelů a zároveň je může přijímat více odběratelů.
Komunikace je zapouzdřena v klientských knihovnách ROS umožňujících práci v pod-
porovaných jazycích. Vydavatel oznámí publikování zpráv na dané téma a ihned poté jej
může začít publikovat. Odběratel si zaregistruje funkci, která má být volána při doručení
zprávy určitého tématu.
Jelikož se jedná o přímou komunikaci, je vnitřní fungování odesílání zpráv složitější.
Vydavatel nejprve oznámí master uzlu, že je připraven publikovat zprávy na konkrétní téma.
Po tomto oznámení není navázáno spojení mezi uzly, jeho iniciace je v režii odběratele.
Odběratel se také zaregistruje na master uzlu. Ten pak zjistí, zda existuje vydavatel
poskytující zprávy na dané téma. V případě existence takového uzlu vrátí master uzel
jeho adresu. Odběratel jej ihned kontaktuje a po domluvení komunikačního protokolu jsou
zprávy od vydavatele odesílány odběrateli. Všichni zaregistrovaní odběratelé jsou průběžně
informováni o přítomnosti nových vydavatelů na odebíraném tématu.
Komunikace mezi uzly a master uzlem, stejně jako domlouvání protokolu mezi vydava-
telem a odběratelem je realizováno protokolem postaveným nad XML–RPC. Zprávy jsou
pak odesílány nejčastěji protokolem TCPROS, který využívá komunikaci nad TCP/IP.
Průběh komunikace pomocí zpráv je znázorněn na obrázku 4.1.
Synchronní komunikace – služby
Synchronní komunikace je realizována pomocí služeb (services) a klientů (clients). Klient-
ské knihovny tuto komunikaci zapouzdřují jako vzdálené volání procedur. Uzel poskytující
službu oznámí, která procedura ji implementuje. Klient vyplní parametry a zavolá přísluš-
nou službu. Po jejím vykonání je mu předána odpověď.
Komunikace při volání služby je realizována obdobným způsobem jako u zasílání zpráv.
Je však zjednodušena, protože klienti nemusejí být informováni o přítomnosti nových služeb.
Poskytovatel služby ji nejprve zaregistruje na master uzlu. Klient se pak při volání služby
dotáže, na jakém uzlu je poskytována. Je dohodnut komunikační protokol, klient odešle
požadavek a po zpracování je službou odeslána odpověď. Poté je spojení ukončeno.

























Obrázek 4.1: Komunikace pomocí zpráv v ROS, převzato z [2]
Definice zpráv a služeb
Uzly v ROS mohou být implementovány v různých jazycích. Aby mohly mezi sebou ko-
munikovat nezávisle na použitém jazyce, je pro definice zpráv a služeb použit jednoduchý
textový formát. Z tohoto formátu jsou automaticky generovány soubory umožňující jejich
použití v požadovaných jazycích.
Všechny zprávy a služby v ROS jsou silně typované. Aby bylo možné navázat spojení
mezi službou a klientem nebo mezi vydavatelem a odběratelem je nutné, aby obě strany
využívaly totožnou definici zprávy či služby. To je kontrolováno testem na shodnost MD5
hashe vytvořeného z příslušné definice.
Textový formát definice zprávy
Zpráva je tvořena obdobně jako struktury v běžných programovacích jazycích. Může se sklá-
dat z položek různého typu. Struktura zprávy je popsána jednoduchým textovým souborem.
Ten může obsahovat definici konstant, položek a komentáře. Každá definice je umístěna na
zvláštním řádku. Položky jsou definovány uvedením jejich typu a názvu.
Jako typ může být použit název jednoho z mnoha vestavěných datových typů, název
jiné zprávy nebo pole definované uvedením znaků [] za název jiného datového typu. Pokud
je mezi hranatými závorkami uvedeno číslo, je vytvořeno pole o velikosti dané tímto číslem,
v opačném případě je vytvořeno pole o dynamické velikosti.



































(d) Odpověď od poskytovatele






Textový formát definice služby
Definice služby je složena z požadavku a odpovědi. Každá z těchto částí je definována stejně
jako zpráva, přičemž obě jsou odděleny znaky --- umístěnými na samostatném řádku.
Požadavek i odpověď mohou být prázdné.
4.4 Struktura a proces vytváření balíčku
Jak již bylo zmíněno, nejmenší organizační částí ROS je balíček. Software pro ROS je
vyvíjen právě na této úrovni.
Balíček v ROS je klasický adresář, který navíc obsahuje několik souborů poskytujících
informace o parametrech balíčku. Nejdůležitějším z nich je manifest.xml. Tento soubor
obsahuje základní informace o balíčku umožňující jeho identifikaci a zjištění potřebných
závislostí. Mezi identifikační údaje patří název balíčku, stručný popis činnosti, autoři a
použitá licence. V závislostech jsou uváděny ostatní balíčky, které jsou nutné pro správnou
funkčnost balíčku. Pokud to balíček vyžaduje, mohou být navíc obsaženy různé konfigurační
údaje.
Dalším důležitým souborem je CMakeLists.txt, který obsahuje instrukce pro sestavení
balíčku pomocí sestavovacího systému CMake. Na tomto systému je založeno sestavování
celého ROSu a je pro něj poskytována řada maker, které usnadňují jeho používání. Hlavním
důvodem pro používání tohoto systému je automatické začlenění souborů1 potřebných pro
sestavení balíčku na základě závislostí uvedených v manifestu. Neméně důležitá je přítom-
nost maker, které provedou při sestavování překlad definice zpráv a služeb do používaného
programovacího jazyka.
Pro usnadnění vytváření balíčku lze využít nástroj roscreate-pkg, který má jako pa-
rametry název balíčku a jeho případné závislosti. Po jeho spuštění je vytvořen adresář se
stejným jménem jako je jméno balíčku. Dále jsou v tomto adresáři vytvořeny výše zmíněné
soubory doplněné o krátký Makefile odkazující na CMake a mainpage.dox, který obsahuje
úvodní stranu pro dokumentaci generovanou programem Doxygen.
1Např. hlavičkových souborů pro C++.
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Kapitola 5
Návrh dynamického modelu scény
pro robotické aplikace
V této kapitole je nejprve popsáno, co si lze představit pod pojmem model dynamické scény
a jaké jsou požadavky, které by měl splňovat. Následně je vybrána struktura vhodná pro
tento model. Je navržen způsob jak udržovat informace o sousedních uzlech a popsáno jak
reprezentovat objekty ve scéně. Nakonec jsou popsány algoritmy filtrující průchod modelem
pro určitou část prostoru.
5.1 Model dynamické scény
Hlavním cílem modelu dynamické scény pro použití v robotice je uchovávání geometrických
informací o objektech, které se nacházejí v okolí robota. Je tak schopen poskytnout ucele-
nější informace než jednotlivé rozpoznávače, protože má dostupné informace i o předmětech,
které byly prozkoumány v minulosti, ale nyní se nenachází v zorném poli senzorů.
Dynamický model je, vzhledem k datům které má k dispozici, určen především pro pod-
poru systémů vizualizujících okolí robota. Také jej lze využít pro poskytnutí dat systémům,
které provádí navigaci v trojrozměrném prostoru. Jelikož má k dispozici data ve vektorové
reprezentaci, je pro přenášení geometrických informací potřeba méně paměti než při využití
mračna bodů.
Model by měl fungovat jako jakýsi mezistupeň mezi různými částmi robotického sys-
tému. Pro část komponent se jedná o místo, kam ukládají výsledky své činnosti. Pro druhou
část jde naopak o zdroj informací, které potřebují pro svou činnost. Model by měl pracovat
tak, aby co nejméně zasahoval do činností těchto ostatních komponent.
5.2 Požadavky na model dynamické scény
Dynamický model schopný ukládat informace o objektech v proměnlivém prostředí, který
bude vhodný pro robotické systémy, by měl splňovat zejména následující požadavky.
• Rychlé a korektní přidávání objektů — Přidávání objektů do modelu musí být
rychlé aby neblokovalo ostatní součásti systému. Důležitá je také detekce zda se jedná
o objekt, který se v modelu nenachází a je nutné jej přidat, či se jedná o objekt, který
je v modelu přítomen a je třeba provést jen aktualizaci jeho parametrů.
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• Podpora různých druhů objektů — Model musí umožňovat práci s různými druhy
vektorově reprezentovaných objektů. Zároveň by měl být dostatečně flexibilní, aby
bylo možné při přidání nového rozpoznávače zavést nový druh objektu. Nejdůleži-
tějšími podporovanými objekty budou roviny a obalové kvádry.
• Sémantické informace o objektech — Model bude mít možnost uložit informace
o sémantice jednotlivých objektů. Tyto informace budou jednoznačně poskytnuty roz-
poznávačem. Sémantické informace jsou důležité nejen pro vizualizaci scény, ale také
i uvnitř rozpoznávače, který tak může určit do jaké třídy objekt patří.
• Rychlé poskytnutí objektů v daném směru — Důležitým požadavkem je umož-
nění rychlého poskytnutí objektů, které se nachází v aktuálním zorném poli kamery.
Zároveň musí být umožněno ke každému z těchto objektů získat všechny informace
s nimi související.
• Ukládání historie umístění objektu — Model by měl být schopen uchovávat
informaci o tom, kde se objekt v minulosti nacházel. Tyto informace lze využít např.
pro odhad budoucí trajektorie objektu.
5.3 Výběr datové struktury pro dynamický model
Důležitý je vhodný výběr způsobu reprezentace prostoru. Z výše uvedených požadavků
vyplývá, že je nutné použít strukturu, která bude umožňovat rychlé dynamické změny
modelu a rychlé vyhledání objektu na daném místě v prostoru.
Jednou z možností je využití existujícího herního engine, který by se využil pro uchování
informací o scéně. Bohužel se ukázalo, že zkoumané volně dostupné herní enginy obsahují
struktury určené především pro urychlení vykreslování a neobsahují zcela vhodné metody
pro realizaci plně dynamické scény ve variantě požadované v tomto projektu. Požadované
struktury jsou také součástí většího celku a jejich adaptace by vyžadovala přenesení více
závislostí nebo podstatný přepis kódu. Z těchto důvodů jsem se rozhodl implementovat
dynamický model od základů za použití existujících algoritmů a struktur. Bylo tedy nutné
zvolit vhodnou strukturu pro reprezentaci prostoru.
BSP strom není pro tuto úlohu vhodný z důvodu jeho zaměření na statické scény, kdy
je vygenerován před zahájením práce s modelem. Vzhledem k tomu, že není jisté pořadí
ani čas detekce jednotlivých objektů, nelze vygenerovat použitelný BSP strom najednou.
Pro vytvoření BSP stromu, který by nedělil příliš velké množství objektů, by bylo nutné
provádět jeho přepočítávání, které by pravděpodobně zabraňovalo splnění požadavku na
rychlost řešení.
Graf scény v obecné podobě také nelze využít z důvodu dynamického generování scény.
Vzhledem k nepřesnosti rozpoznávačů není možné zaručit, že budeme schopni zjistit správné
informace o vztazích mezi jednotlivými objekty. Mohlo by se tak stát, že by byl vytvořen
graf se špatnými vztahy, které by znesnadňovaly vyhledávání objektů, případně by mohlo
dojít k vytvoření plochého grafu degradovaného na seznam.
Jako nejvhodnější se jeví využití struktury octree. Výhodná je zejména z důvodu jedno-
duchosti a rychlosti provádění dynamických změn ve struktuře. Výsledný strom také není
závislý na pořadí detekce jednotlivých objektů, jelikož jsou příslušné podstromy vytvářeny




(a) Řez horní částí (z = 0)
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(b) Řez spodní částí (z = 1)
Obrázek 5.1: Umístění uzlů v rámci rodiče
5.4 Reprezentace a dělení scény
Pro reprezentaci a dělení scény jsem se, z důvodů uvedených výše, rozhodl použít struk-
turu octree. Rozhodl jsem se implementovat vlastní verzi tohoto stromu, protože knihovny
uvedené v třetí kapitole jsou zaměřeny na objemovou reprezentaci objektů. Tímto směrem
jsou optimalizovány a jejich využití by znamenalo větší přepis kódu.
Vybral jsem klasickou variantu octree, kde jsou odkazy na ostatní uzly řešeny pomocí
ukazatelů. Dále jsem se rozhodl, že uzel nebude neobsahovat pouze odkazy na potomky,
ale navíc jsem přidal ukazatele na rodiče a sousední uzly. Jednotlivé uzly jsou vytvářeny
pokud se v jejich prostoru vyskytuje alespoň jeden objekt.
Sousední uzly
Při vkládání nových objektů do dynamického modelu se často setkáváme se situací, kdy
potřebujeme zjistit, zda se poblíž daného objektu nachází jiný, který je mu podobný. Tento
podobný objekt se však nemusí nacházet pouze v uzlech, ve kterých leží přidávaný objekt,
ale může se nacházet i v jeho okolí. Z toho důvodu je dobré umožnit procházení sousedů
jednotlivých uzlů v octree.
Procházení sousedních uzlů lze realizovat více způsoby. Jednou z možností je procházet
strom od kořene a prohledávat větší okolí než bychom procházeli při přímém přístupu
k některému uzlu. Další možností je realizovat algoritmus, který by na základě umístění
uzlu v jeho rodiči určil, jakou cestou se lze dostat k sousednímu uzlu za využití zpětných
ukazatelů. Tento algoritmus ale musí počítat s tím, že sousední uzel může ležet v naprosto
odlišné větvi a v konečném důsledku se může stát, že se při průchodu dostane až ke kořeni
stromu. Získání odkazu na sousední ukazatel tak může být časově velmi náročné.
Třetí možností je realizace předchozího způsobu v okamžiku vkládání uzlů. V tomto
případě obsahuje každý uzel ukazatele na sousední uzly. Vyplnění těchto ukazatelů je pro-
váděno při vytváření uzlu a ukazatele jsou aktualizovány pokud je některý ze sousedních
uzlů vytvořen nebo zrušen.
Forma reprezentace ukazatelů na sousední uzly
Každý uzel obsahuje informaci o tom, kde je v rámci rodičovského uzlu umístěn. Tato
informace je zakódována do čísla v intervalu 〈0, 7〉. Rozmístění těchto čísel v prostoru je
uvedeno na obrázku 5.1.
Každý uzel může mít až 26 sousedů na stejné úrovni. Polohu sousedních uzlů lze zakó-
dovat obdobným způsobem jako umístění uzlů v rámci rodiče. Pokud použijeme kódování
uvedené na obrázku 5.2, tak aktuálnímu uzlu odpovídá číslo 13. Jelikož kódujeme ukaza-
tele na sousední uzly, je ukazatel na aktuální uzel nadbytečný. Jak však uvidíme níže, jeho













(c) Řez spodní částí (z = 2)
Obrázek 5.2: Umístění sousedních uzlů
Vyhledání sousedního uzlu
Jelikož se sousední uzel nemusí nacházet ve stejném rodiči jako aktuální uzel, je třeba pro
nalezení sousedního uzlu znát jeho rodiče a polohu v něm. Je zřejmé, že pokud nemají
sousední uzly společného rodiče, tak je rodičem sousedního uzlu soused rodiče aktuálního
uzlu. Zároveň platí, že kořenový uzel nemá žádné sousední uzly a tudíž jeho potomci mohou
mít pouze sousedy, kteří jsou také potomky kořenového uzlu.
Pro obecné nalezení sousedních uzlů tedy potřebujeme znát sousedy uzlů, které jsou v
octree o úroveň výš. Tuto znalost můžeme získat např. rekurzivním vyhledáváním sousedů
nebo postupným vytvářením ukazatelů na sousedy při každé aktualizaci uzlu.
Nyní zbývá jen najít způsob jak určit správného rodiče a umístění uzlu v něm. Každý
uzel může být v rámci svého rodiče umístěn kdekoliv v diskrétní mřížce o velikosti 2x2x2.
Z každé této polohy může mít souseda ve všech směrech. Tím vzniká mřížka 4x4x4, která
obsahuje všechna možná umístění sousedů uzlů nacházejících se ve společném rodičovském
uzlu. Každému uzlu v této mřížce pak můžeme na základě kódování umístění uzlů jedno-
značně přiřadit jeho rodiče 5.3 a polohu v něm 5.4. Jelikož tato mřížka pokrývá všechny
možnosti umístění uzlů, jsme schopni nalézt libovolný sousední uzel.
Jak je vidět na obrázcích 5.3 a 5.4, mřížky obsahují pravidelnosti, které umožňují jejich
algoritmické generování. Vyhledání sousedního uzlu se tak rozpadá na dvě úlohy – nalezení
polohy sousedního uzlu v mřížce a získání hodnot náležících k této pozici.
K nalezení polohy uzlu v mřížce využijeme informaci o poloze aktuálního uzlu v rámci
rodiče a směr jakým se nachází hledaný sousední uzel. Nejprve převedeme reprezentaci
polohy uzlu z číselné reprezentace na polohu v mřížce 4x4x4 reprezentované třemi čísly
značícími vzdálenost na osách x, y, z.
x = id mod 2 + 1 (5.1)
y = b(id mod 4)÷ 2c+ 1 (5.2)
z = bid÷ 4c+ 1 (5.3)
Dále provedeme korekci podle směru, ve kterém se nachází sousední uzel.
dir mod 3 = 0 =⇒ x := x− 1 (5.4)
(dir − 2) mod 3 = 0 =⇒ x := x+ 1 (5.5)
dir mod 9 ≤ 2 =⇒ y := y − 1 (5.6)
dir mod 9 ≥ 6 =⇒ y := y + 1 (5.7)
dir ≤ 8 =⇒ z := z − 1 (5.8)
dir ≥ 18 =⇒ z := z + 1 (5.9)
22
6 7 7 8
3 4 4 5
3 4 4 5
0 1 1 2
(a) Řez horní částí (z = 0)
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(c) Řez spodní částí (z = 3)
Obrázek 5.3: Číslo souseda rodiče při hledání souseda
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(a) Řez lichých částí (z = 1, z = 3)
5 4 5 4
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(b) Řez sudých částí (z = 0, z = 2)
Obrázek 5.4: Číslo potomka při hledání souseda
Nyní již máme přesnou polohu sousedního uzlu v rámci mřížky a můžeme vypočítat
umístění jeho rodiče a polohu v něm. Nejprve vypočítáme polohu v rodičovském uzlu.
child = 1− x mod 2 + 2(1− y mod 2) + 4(1− z mod 2) (5.10)
Pro výpočet umístění rodiče provedeme převod mřížky 4x4x4 na mřížku 3x3x3 tak, že
vždy sloučíme dva prostřední prvky.
x ≥ 2 =⇒ x := x− 1 (5.11)
y ≥ 2 =⇒ y := y − 1 (5.12)
z ≥ 2 =⇒ z := z − 1 (5.13)
Nyní můžeme vypočítat číslo rodiče přímo z obrázku 5.2.
parent = 9z + 3y + x (5.14)
Tím jsme zjistili polohu rodiče sousedního prvku a jeho umístění.
5.5 Reprezentace objektů ve scéně
Jednotlivé objekty budou umístěny v listech octree. V každém listu může být více objektů,
proto budou dále umístěny v seznamu. Z hlediska octree není důležitý typ objektu, ale je
nutné definovat funkci, která rozhodne, zda se alespoň část objektu nachází uvnitř prostoru
reprezentovaném daným uzlem. Pokud se objekt nachází v prostoru více uzlů, bude uložen
do každého z nich.
Příklad umístění objektů v prostoru do octree znázorňuje obrázek 5.5. V tomto konkrét-
ním případě se jedná o jednoduchý strom, který má kořen a z něj přímo vedoucí ukazatele
do listů. Do tohoto stromu jsou ukládány dva objekty, z nichž jeden zasahuje do dvou uzlů.
V rámci stromu jsou vytvořeny pouze uzly, ve kterých se nachází alespoň jeden objekt.
Základními objekty, se kterými by měl model pracovat je obalový kvádr a rovina. Ná-
sleduje popis reprezentace těchto objektů.
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(a) Prostorová situace
Objekt 1 Objekt 2
(b) Výsledný octree
Obrázek 5.5: Uložení objektů do octree
Reprezentace obalového kvádru
Obalový kvádr je základní těleso, se kterým můžeme pracovat v rámci octree. Nejjedno-
dušší je využít obalový kvádr v jeho základní podobě, kdy jsou jeho strany rovnoběžné s
osami souřadného systému. Kvádr tak může být definován pomocí pozice a rozměrů. Tato
reprezentace je znázorněna na obrázku 5.6 vlevo.
Rozhodnutí, zda se obalový kvádr nachází uvnitř uzlu je v tomto případě jednoduché.
Stačí zjistit průnik dvou kvádrů rovnoběžných s osami, což je triviální operace.
Reprezentace roviny
Reprezentace roviny pro účely umístění v octree je mírně složitější. Rovinu v trojrozměrném
prostoru určíme pomocí bodu v prostoru a normálového vektoru. Podle definice má rovina
nekonečný obsah, to se nám ale v octree nehodí, protože jedna rovina by zasahovala to
velkého množství uzlů. Proto využijeme rovinu, která bude navíc ohraničena obalovým
kvádrem. Viz obrázek 5.6 vpravo.
Algoritmus 5.1 popisuje postup zjišťující zda rovina patří do uzlu nebo nikoliv. Nejprve
jsou vybrány dva vrcholy obalového kvádru uzlu. První je takový, který je nejblíže směru
určenému normálovým vektorem roviny bráno ze středu uzlu. Druhý je protější vrchol k
prvnímu. Poté je porovnáno, zda se rovina nachází mezi těmito vrcholy. V našem případě
ještě zjistíme, zda se protíná obalový kvádr uzlu s obalovým kvádrem roviny.
Historie umístění objektu
Historie umístění objektu nebude uchovávána v rámci octree, ale bude uložena ve struktuře
každého objektu. Využije se tak toho, že historie bude využívána pouze pro predikci nej-
bližšího umístění objektu. Nebude tedy možné jednoduše vyhledat objekt podle umístění v
historii. Naopak vyhledání historie poloh pro daný objekt bude triviální.
5.6 Filtrování objektů na základě umístění v prostoru
Hlavním požadavkem na dynamický model scény je umožnění rychlého získání objektů,
které se nachází v určité části modelovaného prostoru. Objekty jsou získávány procházením












Obrázek 5.6: Reprezentace objektů
Algoritmus 5.1 Test průniku kvádru s rovinou
Vstup: kvádr určený bodem a rozměry, rovina určená bodem a normálovým vektorem
Výstup: true pokud rovina protíná kvádr, false v opačném případě
min := box position
max := box position
for i := x, y, z do {Pro každou souřadnici v 3D prostoru}






md := dot product(plane normal, plane position)
if dot product(min, plane normal) > md then
return false
end if




je nutné danou část procházet nebo zda se nachází mimo požadovanou oblast. Způsob
průchodu stromem je tedy vždy stejný a získaná oblast je regulována pouze změnou filtru.
Vstupem pro filtr je uzel octree s přesně definovaným umístěním v prostoru a velikostí.
Každý filtr dále může být měněn dalšími parametry, např. zadáním umístění a velikostí
obalové koule.
Filtr objektů nacházejících se před rovinou
Tento filtr umožňuje procházení uzlů nacházejících se před obecnou rovinou (tj. ve směru
normálového vektoru). Uzel se může nacházet před rovinou celý nebo do ní jen zasahovat.
Práce filtru je rozdělena do dvou částí. Nejprve je vybrán takový vrchol obalového
kvádru uzlu, který je nejblíže směru určenému normálovým vektorem roviny, bráno ze
středu uzlu. Pak je provedeno porovnání, v jakém poloprostoru se vybraný vrchol nachází.
Celý postup je uveden v algoritmu 5.2.
Algoritmus 5.2 Test zda se alespoň část kvádru nachází před rovinou
Vstup: kvádr určený bodem a rozměry, rovina určená bodem a normálovým vektorem
Výstup: true pokud se alespoň část kvádru nachází před rovinou, false v opačném případě
point := box position
for i := x, y, z do {Pro každou souřadnici v 3D prostoru}










Filtr objektů nacházejících se uvnitř koule
Procházení uzlů nacházejících se uvnitř koule je řízeno také filtrem, který se dá rozdělit na
dvě části. V první z nich je nalezen bod, který patří do obalového kvádru uzlu a zároveň je
nejblíže středu koule. Souřadnice tohoto bodu jsou získány zvlášť v každé dimenzi. Vždy je
porovnáno, zda se v dané dimenzi nachází střed koule uvnitř nebo vně obalového kvádru.
Pokud uvnitř, je hledanému bodu přiřazena souřadnice středu. Pokud se nachází mimo
kvádr, je mu přiřazena příslušná krajní hodnota tohoto kvádru. V druhé části je vypočítána
vzdálenost zvoleného bodu a středu koule a porovnána s poloměrem koule. Podrobněji v
pseudokódu 5.3.
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Algoritmus 5.3 Test zda se alespoň část kvádru nachází uvnitř koule
Vstup: kvádr určený bodem a rozměry, koule určená středem a poloměrem
Výstup: true pokud je alespoň část kvádru uvnitř koule, false v opačném případě
for i := x, y, z do {Pro každou souřadnici v 3D prostoru}
if sphere positioni < box positioni then
neari := box positioni
else if sphere positioni > box positioni + box sizei then
neari := box positioni + box sizei
else
neari := sphere positioni
end if
end for
dist := sphere position− near









Implementace dynamického modelu je rozdělena do třech částí. Hlavní funkcionalita je
umístěna v knihovně Objtree. Nad touto knihovnou je postavena demonstrační aplikace
znázorňující hlavní funkce modelu. Třetí částí je modul pro SRS environment server, který
zajišťuje komunikaci mezi uzly ROS a knihovnou. Všechny části jsou implementovány v
jazyce C++.
6.1 Knihovna Objtree
Knihovna Objtree, pojmenovaná podle anglického object tree, implementuje octree, základní
reprezentaci objektů a potřebné metody pro práci s dynamickým modelem. Je napsána v
čistém C++ pouze za použití standardních knihoven C a C++.
Vnitřní struktura Objtree
Všechny objekty jsou umístěny duálně ve dvou strukturách. Základní strukturou je octree,
která je doplněna seznamem všech objektů umístěným ve standardním datovém kontejneru
map. Ten je využíván pro rychlé vyhledání a mazání objektů pomocí číselných identifikátorů,
případně pro přístup ke všem uloženým objektům. Octree potom slouží pro všechny ostatní
operace.
Základní funkcionalita je rozdělena do dvou tříd. Třída Octree zastřešuje celý strom a
poskytuje veřejně dostupné operace popsané v rozhraní knihovny. Jde tedy o hlavní část API
pro použití celé knihovny. Třída Node naopak reprezentuje jeden uzel octree a poskytuje
metody pro vnitřní fungování celého stromu. Jako jediná ze tříd v knihovně není přímo
používána v aplikacích využívajících knihovnu.
Třída Node
Třída je nositelem všech objektů uložených v octree. Každý objekt je v paměti pouze na
jednom místě a v listech jsou v seznamech uloženy ukazatele na všechny obsažené objekty.
Je využit seznam ze standardní knihovny C++.
Každý uzel obsahuje informace tvořící strukturu octree. První z nich je číselně kódované
umístění uzlu v rámci rodiče, které je využito při rušení uzlu a výpočtu pozic sousedních
uzlů. Také je obsažen zpětný ukazatel na rodiče, který je využíván společně s umístěním.
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Dále je v uzlu 26 ukazatelů na sousední uzly a 8 na potomky. Všechny ukazatele jsou
aktualizovány při vytváření a rušení uzlů.
Třída obsahuje řadu metod, z významnějších zmiňuji třídu pro výpočet obalového kvá-
dru uzlu, zjištění ukazatele na sousední uzel a podpůrné metody starající se o odstraňování
prázdných uzlů.
Reprezentace objektů
Všechny objekty umístěné v octree jsou založeny na třídě Object. Ta implementuje společ-
nou funkcionalitu pro všechny objekty a definuje rozhraní, které musí každý objekt imple-
mentovat. Základní implementace obsahuje třídy pro obalový kvádr a rovinu. Další objekty
mohou být postaveny na základě těchto dvou tříd a nebo v případě větší odlišnosti přímo
nad třídou Object.
Každý objekt je jednoznačně identifikován pomocí čísla. Zároveň obsahuje ukazatele na
všechny uzly, ve kterých je umístěn. Ty jsou využity při rušení objektu, který tak může být
odstraněn ze všech uzlů, aniž by bylo nutné procházet strom. Tato funkcionalita je zajištěna
přímo základní třídou Object.
Každá třída reprezentující objekt dále musí implementovat následující metody, které
jsou vyžadovány pro práci dynamického modelu.
• interfereWithBox – Metoda testující, zda objekt náleží do daného uzlu. Je použí-
vána při vkládání nových objektů a při hledání podobných objektů. Jde o nejdůleži-
tější metodu, protože je volána nejčastěji a zásadním způsobem ovlivňuje rychlost
práce s modelem.
• isSimilar – Metoda porovnávající objekt s jiným objektem. Jejím úkolem je zjistit,
zda jsou objekty totožné. Využívá se při vkládání objektů do octree v režimu aktua-
lizace, kdy je nutné zjistit, zda vkládáme nový objekt nebo aktualizujeme stávající.
• isPointInside – Metoda zjišťující, zda se daný bod nachází uvnitř objektu.
• fitsIntoBox – Alternativní metoda k interfereWithBox. Zjišťuje, zda se celý objekt
vejde do uzlu octree. Slouží pro umožnění alternativního způsobu přidávání objektů,
kdy jsou objekty vkládány do nejmenšího možného uzlu, který je pojme celé.
Filtry
Filtry umožňují omezit procházení octree na danou oblast. Všechny filtry jsou potomky
abstraktní třídy Filter a musí implementovat metodu filter. Většina z nich také imple-
mentuje konstruktor, kterým jsou předány informace o rozměrech filtrovaného prostoru.
Jediným parametrem metody filter je velikost uzlu octree, který je aktuálně prochá-
zen. Ta pak vrací true pokud se uzel nachází v požadovaném prostoru.
V základní implementaci jsou obsaženy filtry, které umožňují procházení uzlů před ro-
vinou, která je definována bodem v prostoru a normálovým vektorem, uvnitř kvádru, defi-
novaném umístěním a velikostí a uvnitř koule, definované umístěním a průměrem.
Rozhraní knihovny
Rozhraní knihovny tvoří konstruktory a veřejné metody třídy octree. Zde uvádím nejdůleži-
tější.
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• Konstruktor octree – Nastavuje parametry, které řídí tvorbu celého stromu. Určuje
velikost obalového kvádru kořenového uzlu a maximální hloubku stromu.
• Vložení objektu do octree – insert – Metoda vloží objekt do listů, do jejichž
prostoru zasahuje. Vkládaný objekt je předán jako ukazatel na objekt třídy, která je
potomkem abstraktní třídy Object.
• Aktualizace objektu v octree – insertUpdate – Metoda funguje podobně jako
předchozí, ale před vložením testuje, zda neexistuje objekt, který je podobný tomu
vkládanému. Pokud takový existuje, není provedeno vložení, ale nahrazení.
Tato metoda je vytvořena ve dvou variantách. První provádí test a vkládání v jednom
průchodu stromem. Před vložením do každého listu je proveden test na objektech,
které obsahuje daný list a jeho sousedé. Druhá varianta se pokusí nejprve naleznout
podobný objekt a teprve potom provede vložení.
• Nalezení podobného objektu – getSimilarObject – Metoda hledá objekt po-
dobný objektu zadanému parametrem. Přitom prohledává uzly do nichž by zadaný
objekt patřil a taktéž jejich sousedy.
• Průchod stromem a získání objektů – nodes a objects – Metody provádějící
preorder průchod stromem. Při vstupu do každého uzlu je pomocí filtru proveden
test, zda je potřeba daný uzel procházet. Filtr je předán pomocí parametru, kterým
je ukazatel na objekt třídy, která jsou potomkem třídy Filter.
Metoda objects vrací seznam všech objektů v daném prostoru, nodes navíc vrací
parametry o obsazených uzlech octree a tím umožňuje jejich vizualizaci.
6.2 Demonstrační aplikace
Demonstrační aplikace ukazuje způsob použití knihovny Objtree a zároveň slouží ke zná-
zornění dějů probíhajících uvnitř octree. Aplikace využívá knihovny Qt verze 4.8 a jejího
doplňku Qt3D, který zapouzdřuje volání OpenGL a umožňuje jednodušší zobrazování 3D
grafiky. Aplikace byla vytvořena především z důvodu umožnění vizuální kontroly správnosti
implementace.
Hlavní částí aplikace je třída Viewport, která je potomkem třídy QGLView. Tato třída
reprezentuje widget, v němž je vykreslena struktura octree včetně uložených objektů. Třída
obsahuje řadu slotů, které slouží k manipulaci se zobrazovanými objekty a tak je možné
zkoumat chování modelu za různých situací.
Hlavní okno aplikace je na obrázku 6.1.
6.3 Zásuvný modul pro SRS environment server
SRS environment server [2] je dostupný v balíčku srs env model pro ROS a jeho úkolem
je udržovat a poskytovat dynamický model prostředí. Architektura serveru je založena na
zásuvných modulech, které lze rozdělit do dvou částí. Většina modulů je určena pro práci
s Octomap a zajišťují její plnění daty, případně umožnění konvertování dat uložených v
Octomap do jiných formátů. Ostatní moduly nejsou na Octomap přímo závislé a poskytují
služby na úrovni objektů. Mezi ně patří i modul popisovaný v této sekci.
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Obrázek 6.1: Rozhraní demonstrační aplikace
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Architektura modulu
Zásuvné moduly jsou realizovány jako třídy, které jsou potomky CServerPluginBase. Po-
kud vyvíjíme modul, který není založen na Octomap, tak se práce příliš neliší od vývoje
samostatného uzlu pro ROS. Výhodou oproti vývoji samostatného uzlu je zjednodušení
některých činností.
Každý modul musí implementovat konstruktor, který svému rodiči předá název. Pro
účely vytvoření našeho modulu je důležité předefinování metod init a reset.
Metoda init je spuštěna při inicializaci modulu, tj. při spuštění serveru. V této metodě
lze oznámit, které služby a zprávy modul poskytuje a lze se přihlásit k odběru témat. Také
je vhodné inicializovat přístup k cizím službám. Metoda reset je volána v okamžiku kdy
je obdržen požadavek na restart celého systému. Musí dojít k vynulování modelu a k jeho
opětovné inicializaci.
Podporované typy objektů
Dynamický model musí podporovat řadu objektů. Tyto objekty se liší jejich vnitřní repre-
zentací a daty, která uchovávají. Pro účely octree se však v podstatě jedná jen o dva druhy
objektů – o obalové kvádry a roviny. Téměř každý detekovaný objekt lze v rámci octree
reprezentovat pomocí obalového kvádru. Přesné údaje o objektu lze uložit stranou a do
octree vložit vypočítaný obalový kvádr, který slouží pro výpočty umístění ve stromě.
Při vytváření služeb v ROS se však není vhodné tohoto univerzálního způsobu držet.
Právě rozhraní a parametry služeb jsou místo, kde lze převádět přesnou reprezentaci objektů
na obalové kvádry s přidanými dalšími parametry. Řadu služeb je proto nutné vytvořit ve
více variantách, vždy pro každý typ podporovaného objektu.
Služby poskytované modulem
Modul poskytuje velké množství služeb, které zprostředkovávají funkcionalitu Objtree ostat-
ním uzlům v ROS. Některé služby jsou pouze jednoduchým zapouzdřením volání knihovních
funkcí, jiné ale musí poskytovat složitější logiku. Je to nutné zejména v těch případech, kdy
je nutné provést konverzi mezi různými datovými typy a reprezentacemi objektů.
• Vložení nového objektu – Řada služeb implementovaná zvlášť pro každý podpo-
rovaný objekt. Volají metodu insert v Objtree. Jako parametry slouží identifikační
číslo a geometrické údaje vkládaného objektu. Při použití této služby se nekontro-
luje přítomnost podobného objektu v octree, ale tato zodpovědnost je ponechána na
volajícím. Pokud ve stromě existuje objekt se stejným identifikátorem, je vkládaným
objektem nahrazen. Ze starého objektu je ponechána pouze jeho historie, která je
aktualizována o pozici rušeného objektu.
• Aktualizace objektu – Služby s obdobným chováním jako předchozí. Jsou založeny
na metodě insertUpdate. Navíc je však před vložením provedena kontrola, zda octree
neobsahuje objekt podobný vkládanému. Pokud je takový nalezen, jsou mu pouze
aktualizovány geometrické informace a historie. V opačném případě se služba chová
stejně jako při obyčejném vkládání.
• Nalezení podobného objektu – Parametrem služeb jsou stejné parametry jako
při vkládání nového objektu. Objekt není vkládán, ale je pouze provedeno vyhledání
podobného objektu. Pokud je objekt nalezen, je vrácen identifikátor tohoto objektu.
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• Získání objektů v části prostoru – Skupina služeb umožňujících získat objekty
nacházející se v určité části prostoru. Existuje ve variantě pro objekty uvnitř koule,
kvádru a poloprostoru. Výstupem je pole identifikátorů objektů, které se nacházejí v
požadované části prostoru. Služby jsou implementovány voláním metody objects s
filtrem nastaveným podle typu služby.
• Zobrazení objektu – Na rozdíl od předchozích jde pouze o jednu službu a ne o
jejich skupinu. Parametrem je identifikátor objektu, který má být zobrazen. Jedná
se o implementačně nejsložitější službu, protože všechny objekty jsou zde převedeny
na jejich původní reprezentaci. Ta je následně pomocí služby předána Interactive
Primitives Serveru, který zprostředkuje zobrazení vizualizačním nástrojem rviz.
• Odstranění objektu – Jednoduchá služba, která na základě identifikátoru odstraní
objekt z octree.
• Získání podrobných informací o objektu – Skupina služeb, která vrátí podrobné
informace o objektu určenému identifikátorem. Pokud se jedná o objekt jiného typu,
zůstanou údaje nevyplněné.
• Zobrazení struktury octree – Bezparametrická služba show objtree umožňuje
jednorázové zobrazení vnitřní struktury octree. Z knihovny si vytáhne pomocí metody
nodes geometrické informace o všech uzlech a ty pomocí úseček zvizualizuje. Výstup




Tato kapitola obsahuje především výkonnostní testy implementovaného modelu. Veškeré
testy jsem prováděl na počítači s operačním systémem GNU/Linux v distribuci Xubuntu
11.10 ve 64bitové verzi. Jako CPU byl využit Intel R© CoreTM i3–2120 s pracovní frekvencí
3.30GHz. Počítač měl k dispozici 4 GB RAM. Měření probíhalo ve speciální jednoúčelové
aplikaci a nebylo prováděno ve spolupráci s ROS.
7.1 Paměťová náročnost dynamického modelu
Spotřeba paměti dynamickým modelem se dá rozdělit na dvě části – paměť potřebnou pro
uložení všech objektů a paměť obsazenou uzly octree.
Paměťová náročnost objektů
Velikost paměti obsazená jedním objektem je dána abstraktní třídou Object a konkrétní
třídou využitou pro reprezentaci objektu. Ve zde uvedených výpočtech budu pracovat se
třídou BBox pro reprezentaci obalového kvádru bez zaznamenávání historie pohybu a bez
dalších dodatečných informací.
Objekty třídy Object obsahuje tři proměnné – seznam uzlů, číselný identifikátor a typ
objektu. Seznam uzlů je tvořen datovou strukturou std::list z STL a vyžaduje paměť
o velikosti 16 bytů1 což je paměť potřebná pro uložení dvou ukazatelů. Zbývající dvě pro-
měnné zabírají každá 4 byty. Velikost struktury je však větší než prostý součet 24 a to
konkrétně 32 bytů. Je tomu tak z důvodu zarovnání proměnných.
Paměť obsazená objektem třídy BBox je větší o 24 bytů zabraných pozicí a velikostí oba-
lového kvádru, který je dán šesti čísly v plovoucí řádové čárce ve formátu float. Základní
velikost objektu je tedy 56 bytů.
To však není konečné číslo, jelikož objekt obsahuje seznam, který obsahuje ukazatele na
uzly, ve kterých je uložen. Jelikož se jedná o dvousměrně vázaný seznam, budeme na každý
ukazatel počítat další dva pomocné ukazatele sloužící k vazbě seznamu2. Za každý uzel, ve
kterém je objekt uložen, tedy musíme připočítat 24 bytů za tři ukazatele.
1V našem konkrétním případě. HW a SW viz začátek kapitoly 7.
2Pro ilustraci, nebudeme zkoumat, zda nelze seznam implementovat efektivněji.
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Paměťová náročnost jednoho uzlu octree
Každý uzel obsahuje identifikátor umístění, ukazatele na rodiče, 26 ukazatelů na sousedy, 8
na potomky a seznam ukazatelů na obsažené objekty. Identifikátor umístění je typu char,
avšak zarovnaný na 8 bytů. Každý ukazatel má velikost 8 bytů a prázdný seznam 16 bytů.
Celková velikost prázdného uzlu je tedy 304 bytů. V případě absence ukazatelů na sousedy
by byla velikost uzlu 96 bytů.
Seznam ukazatelů vyžaduje, stejně jako ve struktuře objektu, 24 bytů za jeden uložený
ukazatel na objekt.
Paměťová náročnost struktury octree
Režie potřebná pro udržení struktury octree se skládá z paměti potřebné pro všechny uzly
a paměti obsazené ukazateli z objektů na uzly. Pro určení paměti pro octree je tedy nutné
znát především počet uzlů v octree.
Každý uzel může obsahovat až osm potomků. Můžeme tedy využít součtu geometrické
posloupnosti a tak odvodit vztah pro výpočet maximálního počtu uzlů, které mohou tvořit





kde n− 1 je hloubka stromu a n = 1 značí strom obsahující pouze kořen.
Paměť potřebná pro uchování ukazatelů mezi uzly a objekty je kromě počtu objektů
ovlivněna především poměrem mezi velikostí obalových kvádrů uzlů a objektů. Pokud jsou
objekty oproti síti uzlů příliš velké, je nutné je dělit a ukládat do zbytečně velkého počtu
uzlů.
Využití paměti v závislosti na hloubce stromu
Na obrázku 7.1 je graf závislosti využití paměti na hloubce stromu. Plnou čarou je vyznačeno
množství paměti spotřebované pro uzly potřebné pro uložení 100 000 objektů typu obalový
kvádr za předpokladu, že jsou v rámci octree rozprostřeny rovnoměrně. Maximální délka
hrany jednoho objektu je nastavena na pětinu délky hrany nejmenšího uzlu.
Přerušovaná čára ukazuje množství paměti, které by obsadil octree s alokovanými všemi
uzly. Tato hodnota je určena vynásobením velikosti uzlu s počtem uzlů získaným rovnicí
7.1.
Do hloubky čtyři je maximální a změřené hodnota paměti shodná. Je to kvůli tomu, že
při daném počtu objektů jsou ve stromech těchto hloubek zaplněny všechny listy.
Využití paměti v závislosti na počtu objektů
Graf na obrázku 7.2 ukazuje závislost využití paměti na počtu objektů. Pro objekty platí
stejná pravidla jako v minulém případě.
Nepřerušovaná čára ukazuje množství paměti spotřebované čistě na reprezentaci ob-
jektů. Ostatní čáry ukazují kolik paměti je nutné pro vytvoření octree. Z grafu lze vyčíst,
jaké množství objektů je nutné, aby režie octree byla nižší než paměť obsazená objekty.
Např. pro octree o hloubce tři je to přibližně 3000 objektů, pro hloubku čtyři 29000 ob-
jektů a pro hloubku pět 237 000 objektů. Tato čísla jsou zajímavá také tím, že přibližně










































Režie octree - hloubka 3
Režie octree - hloubka 4
Režie octree - hloubka 5
Režie octree - hloubka 6
Obrázek 7.2: Závislost využití paměti na počtu objektů
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7.2 Časová náročnost vyhledávání objektů v prostoru
Podstatným faktorem při hodnocení datové struktury je rychlost, s jakou jsou prováděny
požadované operace. Jednou z nejdůležitějších operací nad octree je vyhledání objektů,
které se nachází v určité oblasti.
Před zahájením testu rychlosti vyhledávání jsem inicializoval octree tak, že velikost
kořenového uzlu byla 16x16x16. Pak jsem do něj za pomoci pseudonáhodného generátoru
vložil objekty typu obalový kvádr. V samotném testu jsem měřil čas, který je potřebný pro
vyhledání objektů v prostoru ohraničeném obalovým kvádrem. Ve většině testů byly využity
objekty o velikosti hrany 0, 001 a prostor o hraně 0, 1. Čas potřebný pro vykonání operací
jsem měřil funkcí clock gettime s parametrem CLOCK PROCESS CPUTIME ID. Měření jsem
opakoval pro různé počty kvádrů a hloubky octree.
Rychlost vyhledávání objektů v prostoru pomocí octree jsem měřil v porovnání s rych-
lostí sekvenčního vyhledávání. Ukazatele na všechny objekty jsou dostupné v datové struk-
tuře Map. Tu jsem procházel pomocí iterátoru a každý objekt zvlášť testoval, zda se nachází
v požadovaném prostoru. Tak jsem získal stejné výsledky jako při vyhledání objektu v
octree. Poměr času sekvenčního vyhledání ku vyhledání v octree jsem nazval zrychlení.
Vliv hloubky octree na rychlost vyhledávání
Graf na obrázku 7.3 ukazuje závislost rychlosti vyhledávání na hloubce stromu pro různé
počty objektů. Z grafu je zřejmě vidět, že v testovaných případech se společně s hloubkou
stromu zvyšuje3 také rychlost vyhledávání. Nárůst rychlosti závisí na počtu objektů a s
větší hloubkou stromu se snižuje. Zároveň platí, že nárůst je vyšší pro případy s větším
počtem objektů.
Jelikož s hloubkou stromu zároveň roste také paměť potřebná pro uchování jeho struk-
tury, není vhodné ji zbytečně zvětšovat. Důležité je tedy zjistit, jak správně odhadnout,
případně vypočítat, optimální hloubku stromu. K tomu můžeme využít více metod.
Jednou z možností je stanovení poměru zrychlení ku spotřebě paměti, který nám udává
jak se vyplatí zvýšit hloubku stromu za cenu nárůstu paměti. Obrázek 7.4 ukazuje vývoj
tohoto poměru pro různé počty objektů v závislosti na hloubce stromu. S více objekty se
maximum posouvá k vyššímu počtu uzlů.
Dalším způsobem jak ohodnotit, zda je zvýšení hloubky stromu prospěšné, je zkoumání
změny zrychlení, která nastane při přechodu mezi různými hloubkami stromu. Graf na
obrázku 7.5 ukazuje průběh změn zrychlení pro různé počty ukládaných objektů.
Pokud porovnáme hloubky stromu, u kterých jsou funkce na grafech 7.4 a 7.5 maximální,
zjistíme, že se jedná ve většině případů o stejnou hloubku. Tato se tedy z těchto dvou
hledisek jeví jako optimální. Zároveň můžeme z grafů vyčíst, že s přibývajícím počtem
uzlů, nejvhodnější hloubka stromu roste.
7.3 Vyhodnocení testování
Z provedených testů vyplývá, že vhodné zvolení hloubky stromu octree zásadním způsobem
ovlivňuje efektivitu prováděných operací. Pokud zvolíme hloubku stromu příliš velkou, bude
režie stromu příliš vysoká. Naopak pokud bude hloubka stromu malá, režie bude nízká, ale
výsledky vyhledávání nebudou o mnoho rychlejší než při využití sekvenčního vyhledávání.



























































































































































(d) 1000 000 objektů
























































































































(d) 1000 000 objektů
Obrázek 7.5: Změna zrychlení v závislosti na hloubce octree
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Prezentované grafy ukazují výsledky pro rovnoměrné obsazování stromu objekty. Při
částečném obsazení se však mohou výsledky zásadním způsobem lišit. Rychlost vyhledávání
zůstane téměř stejná jako při obsazení celého stromu, ale výrazně klesne počet potřebných
uzlů a tím se sníží potřebná paměť.
Uvedené výsledky lze využít pro hrubý odhad optimální hloubky stromu i v případě
částečně zaplněného stromu. Pokud víme, že se budou objekty nacházet souvisle v jeho
části, můžeme ze znalosti struktury octree tvrdit, že v případě, že bude obsazena jedna
osmina prostoru stromu, bude optimální hloubka octree o jedna vyšší než při zaplnění
celého stromu.
7.4 Návrhy na pokračování
Ve vývoji dynamického modelu lze dále pokračovat. Zde uvádím několik námětů:
Bylo by vhodné více využít ukazatelů na sousední uzly, např. zkusit při aktualizaci
objektu neprocházet všechny uzly v oblasti, ale pouze upravit ty, které jsou přesunem
změněny.
Dalším možným směrem by bylo naopak ukazatele na sousední uzly nevyužívat a místo
toho vhodným způsobem měnit velikost objektu tak, abychom při průchodu stromem do-
kázali zkontrolovat i sousední uzly.
Dále by se dalo zoptimalizovat využití paměti potřebné pro uzly tak, aby bylo možné
vytvářet stromy o větší hloubce. Paměťové nároky by se daly snížit více způsoby. Jednou
z možností by bylo snížit počet ukládaných sousedních uzlů, např. vyřazením ukazatelů
na sousedy v úhlopříčce. Další snížení vyžadované paměti by se dalo docílit např. alokací




Cílem této diplomové práce bylo navrhnout a implementovat model sloužící pro uchovávání
geometrických informací o objektech v okolí robota. V rámci práce na tomto zadání jsem
nastudoval problematiku reprezentace scény v prostoru. Porovnal jsem základní struktury
používané pro tento úkol v počítačové grafice a vybral z nich octree jako vhodnou strukturu
pro použití v dynamickém modelu.
Nad octree jsem navrhl vlastní dynamický model a implementoval ho jako modul pro
SRS environment server. Ten je možné za pomoci služeb využívat v rámci operačního
systému ROS. Zároveň jsem vytvořil demonstrační aplikaci, která ukazuje, jaké změny
probíhají uvnitř octree při přesunu objektů.
Svoji implementaci jsem otestoval a doporučil, jakým způsobem vybrat vhodnou hloubku
stromu pro použití v dynamickém modelu tak, aby byla dosažena co nejvyšší efektivita
prováděných operací. Možným pokračováním v tomto projektu by bylo zaměřit se na opti-
malizaci využívání paměti případně efektivnější využití informací o sousedních uzlech.
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• bin – Spustitelné soubory demonstrační aplikace
• src – Zdrojové kódy
• plakat – Soubory plakátu
• text – Zdrojový kód práce v LATEXu
• dp.pdf – Text diplomové práce




Model dynamické scény pro robota
– poskytuje informace o okolí robota
– objekty jsou reprezentovány vektorově
– nepoužívá point cloud
– navrženo s ohledem na dynamické změny
– založeno na octree
– implementováno ve třech částech
Knihovna Objtree
– implementace dynamického modelu
– objekty založené na kvádrech a rovinách
– možnost přidání dalších objektů
– čisté C++ bez závislostí
Plugin pro SRS environment server
– určeno pro operační systém ROS
– zpřístupňuje Objtree pomocí služeb
– provází konverzi mezi daty Objtree a ROS
Demonstrační aplikace
– vizualizuje činnost Objtree
– ukazuje dynamický octree v praxi
– využívá Qt 4.8 a Qt3D
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