






























































































































La  falta  de  herramientas  de  depuración  para  lenguajes  de  acceso  a  bases  de  datos 
supone una  limitación  importante para el desarrollo de aplicaciones en  términos de 
tiempo, obligando al programador a realizar  la depuración mediante prueba‐error. La 
principal  razón  de  esta  falta  de  herramientas  es  que  los  depuradores  habituales 











vista o una  tabla y  la  relación entre ellos  se  representa mediante  las aristas que  las 
unen.  Este árbol se recorre con el fin de localizar la causa del error. El usuario dispone 
de varias estrategias para  llevar a cabo  la depuración de  las vistas. Él mismo clasifica 


















an unexpected result. Then  the debugger  internally builds a  tree  that represents  the 









































































encontrar  fácilmente  el  error.  El  problema  viene  cuando  se  trabaja  con  un  gran 
conjunto de datos y vistas, donde esta tarea se vuelve bastante más complicada. 
 
Nuestro  proyecto  ha  sido  creado  para  tratar  la  depuración  del  lenguaje  SQL 
(Structured Query Language), dado que en  la actualidad es el estándar de  la  inmensa 
mayoría de los SGBD comerciales. Además, es sencillo de usar y fácil de entender, y es 
ampliamente aceptado por multitud de servidores y programas. Sin embargo,  la falta 





SQL admite  la mayoría de  los  comandos de depuración,  como establecer puntos de 




















es  posible   la  depuración  de  traza  o  paso  a  paso,  como  son  el  paradigma  lógico, 
funcional  y  lenguajes  de  acceso  a  bases  de  datos.   Surge  en  el  contexto  de  la 
programación  lógica [E.Y.Shapiro.1982, G. Ferrand. 1987, J.W. Lloyd 1987] y adaptada 
después  a  la  programación  funcional  [H. Nilsson  and  J.  Sparud.  1997, H. Nilsson, B. 
Pope and L. Naish, 2003] y  la programación  lógica con restricciones [A. Tessier and G. 
Ferrand.1870,  2000].  Lee Naish  indica  en  [L. Naish,  1997‐3]  que  esta  técnica  puede 
aplicarse a cualquier paradigma. 
 
La  idea  fundamental de  la depuración declarativa es partir de un  cómputo erróneo, 
llamado síntoma  inicial, para posteriormente generar un árbol de cómputo adecuado 
para  dicho  síntoma  inicial.   Finalmente  se  recorre  dicho  árbol  con  la  ayuda  de  un 
agente externo, normalmente el usuario, al que se  le realizan preguntas acerca de  la 
completitud y  corrección del  resultado  tras  la ejecución del  código  contenido en  los 















resultados  ya  incorrectos.  Por  eso,  el  depurador  sólo  señala  como  causa  del  error 
aquellos  fragmentos  de  código  correspondientes  a  nodos  erróneos  sin  ningún  hijo 
erróneo. Si el agente externo identifica un nodo con un resultado asociado incorrecto, 
siendo correcto el  resultado de  sus hijos,  tendremos que el código asociado a dicho 






Como  se  observa  en  [Rafael  Caballero,  2004]  el  teorema  de  completitud  débil  del 
esquema general enuncia que todo árbol de cómputo con raíz errónea tiene al menos 









la causa del error,  se puede  repetir el proceso de  forma  reiterada. Si en el árbol de 
cómputo dejan de existir nodos  críticos, ya no  tendremos  síntomas de error para el 













Cada  tipo  de  árbol,  como  decíamos,  constituye  una  instancia  del  esquema  general, 
pero en todas ellas serán aplicables las mismas ideas (nodo erróneo, etc.) así como el 
teorema de completitud débil enunciado anteriormente. En cambio, los resultados de 


































varios  hijos  no  válidos,  se muestran  todos  al  usuario  y  éste  es  quien  elige  por  cuál 
quiere continuar. 
 
Si  se  selecciona  “Divide & Query”  la estrategia  a  seguir  consiste en que  a partir del 
nodo  seleccionado  en  ese momento,  el  sistema  calcula  el  nodo mitad  del  árbol.  El 
nodo  mitad  es  el  nodo  que  cumple  la  siguiente  propiedad:  la  diferencia  en  valor 
absoluto entre el número de nodos exteriores a él (fuera de su subárbol) y el número 
















Una  línea  de  investigación  diferente  basada  en  la  depuración  declarativa  sería  la 










































depende  (las que  se encuentran en  las  secciones  from, where  y having de  la  vista). 































 Barra de Menú: Dentro del menú “File” podremos escoger el archivo  fuente  .sql 
que  contiene  el  código  de  las  vistas.  Una  vez  cargado  el  archivo,  podemos 
introducir  una  especificación  fiable,  es  decir,  seleccionar  otro  archivo  .sql  en  el 
submenú “Open trusted...” en el que todas  las vistas son válidas. Este archivo nos 





seleccionado,  Valid  (resultado  Válido)  si  es  correcto  el  resultado,  Non  valid 
(resultado  No  válido)  si  no  lo  es  o  Don’t  Know  (resultado  Desconocido)  si  no 
sabemos si es correcto o no. 
 Otras  consultas  sobre  la  base  de  datos:  Esta  opción  nos  permite  realizar  una 
consulta cualquiera sobre nuestra base de datos.  




 Espacio  reservado  para  el  uso  de  estrategias:  Aquí  se mostrarán  las  preguntas 
correspondientes a la estrategia escogida (Top Down o Divide & Query). Una tabla 
con los hijos del nodo actual en el caso de la estrategia Top Down, y unos botones 













la  detección  de  vistas  erróneas  en  programas  escritos  en  lenguaje  SQL.  Las 
funcionalidades del proyecto son las siguientes: 
 











Aparte  de  las  funcionalidades,  el  proyecto  ha  pasado  por  la  elección  de  distintas 





 Como sistemas gestores de bases de datos pensamos en  los  tres a priori más 
usados  actualmente,  como  son MySQL, Access  y Oracle. MySQL  es  un  sistema  de 
gestión de base de datos relacional muy rápido en la lectura, multihilo y multiusuario 
con más de seis millones de instalaciones. Microsoft Access es un programa, utilizado 




por una  interfaz gráfica  sencilla. Oracle es un  sistema de gestión de base de datos 
objeto‐relacional  (o ORDBMS  por  el  acrónimo  en  inglés  de Object‐Relational Data 


























 Para  guardar  el  árbol,  pensamos  en  la  herramienta Hibernate,  que  realiza  el 
mapping entre el mundo orientado a objetos de  las aplicaciones y el mundo entidad‐
relación  de  las  bases  de  datos  en  entornos  Java.  El  término  utilizado  es  ORM 








 Hemos usado  la herramienta  JSQLParser, que  analiza una  sentencia  SQL  y  lo 
traduce en una jerarquía de clases de Java. Tuvimos que añadir ciertas modificaciones 




está  implementado  sólo  para  el  reconocimiento  y  análisis  de  tablas,  en  el  cual  nos 
basamos para llevar a cabo la ampliación del JSQLParser para vistas. Los detalles de la 





La propuesta  final del proyecto mantiene  las  funcionalidades principales propuestas 
inicialmente. 




Oracle. También  es muy  destacable  su  sencillez,  su  rapidez  y   la  condición  de  open 
source de MySQL, que hace que su utilización sea gratuita e incluso se pueda modificar 
































 Cargar  script  de  vistas  SQL:  Escoger  un  fichero  fuente  .sql  y  cargarlo  para 
generar un árbol de vistas. 
 Cargar especificación  fiable: Una vez  cargado el árbol, escoger un  fichero de 




 Desplegar  un  nodo  del  árbol:  Desplegar  o  contraer  los  hijos  de  un  nodo 
concreto.  
 Mostrar tabla: Mostrar los datos de una tabla o vista de la base de datos. 
 Ejecutar  consulta: Ejecutar una  consulta  cualquiera  sobre  la base de datos  y 
mostrar su resultado.  
 Depuración  sin  estrategia:  Búsqueda  de  los  errores  en  las  vistas  sin  utilizar 
ninguna estrategia, es decir, de manera manual.  
 Estrategia  Top  Down:  Búsqueda  de  los  errores  en  las  vistas  utilizando  la 
estrategia Top Down. 


























































































































































































































































































































































































































































El  desarrollo  de  software  que  este  proyecto  propone,  al  ser  una  herramienta  que 
pretende tener aplicación dentro del contexto de un problema real, tiene que seguir 
un proceso de análisis y diseño que proporcione los cimientos sobre los cuales se va a 
desarrollar  la aplicación. El capítulo en sí proporciona una pequeña  introducción a  lo 




ingeniería.  Generalmente,  la  fase  de  diseño  produce  un  diseño  de  datos, 
arquitectónico, de interfaz y procedimental: 
 
 El  diseño  de  datos  se  encarga  esencialmente  de  transformar  el  modelo  de 







 En  el  diseño  arquitectónico  se  definen  las  relaciones  entre  los  principales 
elementos  estructurales  del  programa  para  una  herramienta  de  software 
basada en el desarrollo. El objetivo es desarrollar una estructura de programa 
modular  y  representar  las  relaciones  de  control  entre  módulos.   Un  diseño 
arquitectónico  describe  en  general  cómo  se  construirá  una  aplicación  de 
software. Para ello  se documenta utilizando  ciertos diagramas, dentro de  los 
cuales destaca el de clases. Los diagramas de clases son utilizados durante el 
proceso de análisis y diseño de los sistemas, donde se crea el diseño conceptual 
de  la  información que  se manejará en el  sistema,  y  los  componentes que  se 
encargaran  del  funcionamiento  y  la  relación  entre  uno  y  otro.  El  diseño 









































































de  las  vistas  seleccionadas.  Además,  en  la  barra  de  menú  existen  varios 
botones con las acciones que el usuario puede seleccionar para llevar a cabo la 
depuración  de  dichas  vistas.  El  principal  uso  de  la  interfaz  consiste  en 





 Los sistemas  interactivos se caracterizan por  la  importancia del diálogo 
con el usuario. 
 La  interfaz  es  por  tanto  una  parte  fundamental  en  el  proceso  de 
desarrollo y debe tenerse en cuenta desde el principio. 





 El  diseño  procedimental  transforma  los  elementos  estructurales  de  la 
arquitectura  del  programa  en  una  descripción  procedimental  de  los 
componentes del software.  
En el diseño procedimental se  utiliza una técnica conocida como programación 
estructurada,  cuya  filosofía    es    la  construcción  de  algoritmos  y  programas 




el  caso  de  nuestro  proyecto,  se  pueden  deducir  los  mencionados  detalles 















donde se encuentra  la  instancia que deseamos depurar, por ello, nada más  iniciar  la 
















































 Barra de Menú: Dentro del menú  “File” podremos escoger el archivo  fuente 





 Árbol  de  vistas  y  tablas:  Muestra  el  árbol  generado  a  raíz  del  fichero  que 
hemos seleccionado. 
 Decisión sobre  la vista o tabla seleccionada: Se usa para decidir el estado del 
















Nada más empezar  lo primero que debemos hacer es escoger un  fichero  fuente  .sql 

















Después  de  seleccionar  el  archivo,  Control.java  necesita  obtener  un  árbol  de 
dependencias de vistas y tablas. De ello se encarga  la clase Parser.java. Previamente, 
Control.java pedirá a  la clase Preparseado.java que devuelva  la  lista de sentencias de 
creación  o modificación  de  vistas  sin  comentarios  ni  espacios  innecesarios  y  pasará 
esta  lista  a  la  clase  Parser.java  que  se  encargará  de  generar  un  árbol  de  la  clase 





















 CREATE  VIEW  personasYCiudad(nombre,dni,ciudad,poblacion)  AS  SELECT 
nombre,  dni,  nombreCiudad,  poblacion  FROM  personas,  ciudades  WHERE 
ciudad = nombreCiudad; 
 
 CREATE  VIEW  ciudadesMillonHabs(nombreCiudad,habitantes)  AS  SELECT 
ciudad, poblacion FROM personasYCiudad WHERE poblacion > 1000000; 
 















fichero  que  queremos  depurar,  a  la  clase  Control.java  la  ruta  del  fichero  con  la 
especificación fiable. Control.java le pedirá a la clase Parser.java una lista con las vistas 
coincidentes  en  ambos  ficheros,  el  fiable  y  el  del  árbol  de  vistas  que  tenemos 









que  vamos  mostrándolas  poco,  para  ello  Control.java  mantiene  un  índice  que  va 
cambiando  según  se  pidan  más  o  menos  filas  o  si  se  cambia  de  nodo,  vuelve  al 
principio. Control.java hace una  llamada a  la  JDBC con una consulta de  selección de 
todas las filas de esa vista y devuelve a Arbol.java esas filas junto con el nombre de las 







































Esta  manera  de  depuración  que  hemos  visto  corresponde  a  una  depuración  sin 
estrategia,  depuración  manual,  a  continuación  vamos  a  ver  cómo  se  haría  la 
depuración usando las diferentes estrategias: 
 TOP DOWN:  






La  clase  PonerEstrategia.java  que  extiende  el  AbstractAction  de  este  menú  se 
encargará de cambiar el atributo global strategy para la clase Arbol.java que indica que 






Como  se observa, para  cada hijo, habrá una  columna que  se  refiere a  su estado. Al 
pinchar  sobre  cada  fila,  aparecerá  en  la  tabla  de  “Datos  de  la  vista  o  tablas 
seleccionadas” el contenido de la vista que se corresponde con el nombre del hijo de la 




















La  clase  PonerEstrategia.java  que  extiende  el  AbstractAction  de  este  menú  se 
encargará de cambiar el atributo global strategy para la clase Arbol.java que indica que 










nodo mitad,  pero  entre  los  hijos  del  nodo  seleccionado  anteriormente  como  nodo 
mitad, si el nodo es Válido (Valid) y pulsamos Next, se calculará entre los demás hijos y 


















MySQL  es  un  sistema  de  administración  relacional  de  bases  de  datos. Una  base  de 
datos relacional archiva datos en tablas separadas en vez de colocar todos los datos en 







Google  y Adobe,  se  basan  en MySQL  para  ahorrar  tiempo  y  dinero  en  sus  grandes 
volúmenes de sitios Web, los sistemas críticos de negocio y paquetes de software. 
 
MySQL  se  ejecuta  en más  de  20  plataformas,  incluyendo  Linux, Windows, Mac OS, 
Solaris, HP‐UX,  IBM  AIX,  lo  que  le  dota  de  una  gran  flexibilidad.  Así mismo  existen 

































El paquete de utilidades de  Java  viene  con un  conjunto  completo de estructuras de 
datos  complejas  y  sus  métodos  asociados,  que  serán  de  inestimable  ayuda  para 
implementar  applets  y  otras  aplicaciones  más  complejas.  Se  dispone  también  de 











Java  proporciona  una  colección  de  clases  para  su  uso  en  aplicaciones  de  red,  que 






Java  fue  diseñado  para  crear  software  altamente  fiable.  Para  ello  proporciona 



































Dada  la  naturaleza  distribuida  de  Java,  donde  las  applets  se  bajan  desde  cualquier 





en  Java  no  puede  realizar  llamadas  a  funciones  globales  ni  acceder  a  recursos 










 Rutina  de  verificación  de  los  códigos  de  byte  que  asegura  que  no  se  viole 
ninguna construcción del lenguaje. 
 Verificación del nombre de clase y de restricciones de acceso durante la carga. 





Java  está  diseñado  para  soportar  aplicaciones  que  serán  ejecutadas  en  los  más 
variados entornos de red, desde Unix a Windows Nt, pasando por Mac y estaciones de 
trabajo,  sobre  arquitecturas  distintas  y  con  sistemas  operativos  diversos.  Para 
acomodar  requisitos  de  ejecución  tan  variopintos,  el  compilador  de  Java  genera 






Por  ser  indiferente a  la arquitectura  sobre  la cual está  trabajando, esto hace que  su 
portabilidad  sea  muy  eficiente.  Sus  programas  son  iguales  en  cualquiera  de  las 
plataformas,  ya  que  Java  especifica  tamaños  de  sus  tipos  de  datos  básicos  y  el 






el  código  fuente  éste  se  transforma  en  una  especie  de  código  de  máquina.  Esta 
característica no  la posee C++. No obstante, y aunque en teoría se consumen menos 





















nuevos  módulos  de  código  bajo  demanda,  procedente  de  fuentes  muy  variadas, 












objeto.  Cada  una  de  estas  clases  elemento  tiene  un método  aceptar  (accept())  que 
recibe  al objeto  visitador  (visitor)  como  argumento.  El  visitador  es una  interfaz que 
tiene un método visit diferente para cada clase. El método accept de una clase llama al 
método  visit de  su  clase. Visitor permite definir nuevas operaciones  sin  cambiar  las 
clases de  los  elementos  en  los que opera.  Este patrón  es  ampliamente utilizado  en 
intérpretes, compiladores y procesadores de lenguajes, en general. 
 
Se  incluyó  en  el  proyecto  la  clase  TablesNamesFinder  pero  modificando  su 
funcionalidad para que sea posible el análisis de vistas. Como se observa en el código 
de  ejemplo que  aparece  a  continuación de  este párrafo,  esta  clase  acepta distintos 
tipos de "visitadores" dependiendo de su morfología, es decir, realizará una acción u 
otra si el objeto que la visita es de un tipo u otro. En nuestro proyecto, la mayor parte 



















































El  analizador  léxico,  es  decir,  el  parser  que  lee  carácter  a  carácter  una  palabra  y 
detecta si está en el diccionario (o léxico), está en la clase  
net.sf.jsqlparser.parser.TokenManager.java.  Esta  clase  devuelve  una  lista  de 
identificadores presentes en la lista de constantes para cada sentencia SQL. El estilo de 
programación  de  esta  clase  es  muy  anticuado  ya  que  utiliza  vectores  y  productos 
vectoriales para hacer  las comprobaciones correspondientes. Como  se observa en  la 
sección de ampliaciones esto se ha subsanado, en parte, por los autores ya que se ha 
utilizado  un  sistema  de  testigos  (variables  booleanas)  más  propio  del  lenguaje 
utilizado, siendo una forma de  programación legible y extensible. 
 
El  analizador  sintáctico,  o  parser  como  tal,  se  encuentra  en  la  clase 
net.sf.jsqlparser.parser.CCJSqlParser.java.  Utiliza  la  lista  de  tokens  que  devuelve  el 
analizador léxico y utiliza una serie de subanalizadores sintácticos que son capaces de 
generar  las estructuras de datos deseadas para cada  tipo de sentencia SQL. Es decir, 






capaz  de  analizar   una  sentencia  select,  consumiendo  previamente  el  token 
correspondiente.  




Las declaraciones  (o  statements)  son el  resultado del analizador  sintáctico, es decir, 
























capaz  de  ejecutar  el  subanalizador  para  vistas  (también  programado)  que  a  su  vez 








3. Generación de  las clases necesarias para  la estructura   de  las vistas: Se creó una 
clase “Create View”  que extiende la clase ya existente “Create Table”.  A continuación 
se  explicarán  las  funcionalidades  de  esta  clase  y  se  enumerarán  los  atributos  más 
importantes de la misma. 
 





 El  objeto  de  tipo  “SubSelect”  llamado  “selectStatement”.  La  clase  SubSelect 
contiene  a  su  vez  un  atributo  de  la  clase  SelectBody  que  es  una  interfaz  que 
implementa la clase que forma el corazón del Select de una sentencia: PlainSelect. 
Esta clase contiene  toda  la  información de  la parte Select de  la consulta: si  tiene 
“DISTINCT”, la lista de atributos referenciados, la expresión del “WHERE”, la lista de 
columnas referenciadas en el “GROUP BY” o “ORDER BY” en caso de que existan 





Además,  para  facilitar  la  lectura  de  las  sentencias,  se  añadieron más  atributos  que 
aportan  información de utilidad,  sobretodo de  cara  a posibles  ampliaciones de este 




También  se  especifica  si  la  sentencia  tiene  “Group  By”,  “Where”  o  “Having”.  Esta 



















3.  Generación  de  las  clases  necesarias  para  la  estructura   de  las  vistas:  La  clase 
“Minus”  y la clase “Intersection” se hicieron sobre la base que ya existía para “Union”. 
Por tanto, tienen los mismos atributos que esta clase. El más importante es la lista de 
atributos del  Select a  la  izquierda del Minus  (Intersection)  y  la  lista de  los atributos 






1. Analizador  léxico:  Las  palabras  “OR”  y  “REPLACE”  ya  se  encontraban  dentro  del 





el  usuario  a  la  vista.  Se  modificó  el  flujo  de  forma  que  fuesen  válidas  tanto  las 












En  general  el  sistema  admite,  tras  la  modificación,  entre  otras,  sentencias  con  la 
siguiente sintaxis:  
 
CREATE  VIEW  nombreVista  (col1,…,colN)  AS  SELECT  atributo1,...,atributoN  FROM 
tabla1,...,tablaN WHERE condiciones; 
 
CREATE  VIEW  nombreVista  (col1,…,colN)  AS  SELECT  atributo1,...,atributoN  FROM 
tabla1,...,tablaN WHERE condiciones AND condiciones; 
 
CREATE  VIEW  nombreVista  (col1,…,colN)  AS  SELECT  atributo1,...,atributoN  FROM 
tabla1,...,tablaN WHERE condiciones OR condiciones; 
 
CREATE  VIEW  nombreVista  (col1,…,colN)  AS  SELECT  atributo1,...,atributoN  FROM 
tabla1 UNION tabla2 WHERE condiciones; 
 
CREATE  VIEW  nombreVista  (col1,…,colN)  AS  SELECT  atributo1,...,atributoN  FROM 
tabla1  INTERSECTION  SELECT  atributo1,…,atributoM  FROM  tabla2  WHERE 
condiciones; 
 






CREATE  VIEW  nombreVista  (col1,…,colN)  AS  SELECT  atributo1,...,SUM(atributoN) 
FROM tabla1 ORDER BY atributo1; 
 
CREATE  VIEW  nombreVista  (col1,…,colN)  AS  SELECT  atributo1,...,atributoN  FROM 
tabla1  WHERE  tabla1.atributoN  >  1  GROUP  BY  atributo1  HAVING  atributo1  = 
“Nombre”; 
 

















árbol.  Es  decir,  si  una  vista  referencia  en  su  FROM  a  otra,  la  vista  referenciada 
aparecerá antes que la vista que la ha referenciado.  
 











Query4=  "create  view  commonName(ID)  as  select  distinct  CDO1.ID  from 
CatsAndDogsOwner  CDO1,  CatsAndDogsOwner  CDO2  where  CDO1.aname  = 
CDO2.aname and CDO1.ID <> CDO2.ID;" 
 




















































































   Codigo: CREATE VIEW  commonName(ID)AS  (SELECT DISTINCT CDO1.ID  FROM 
























































A  lo  largo de  la  implementación de  la aplicación, fueron surgiendo ciertos problemas 
que se detallarán a continuación. 
 
 A  la hora de  implementar  las distintas estrategias de depuración, quizá  fue  la de 
Divide & Query  la que nos dio más problemas. La búsqueda manual de errores no 
nos  supuso  gran dificultad, dado que el usuario  tiene  total  libertad a  la hora de 












mediante cualquiera de  los métodos ofrecidos por el conector de  JDBC  (execute, 
executeQuery). Esta orden   carga en MySQL el fichero  .sql que contenga  las vistas 
que  queramos  depurar.  Con  cualquiera  de  los  métodos  mencionados 
anteriormente obteníamos un error y no conseguíamos ejecutar la orden con éxito. 
Tras documentarnos en varios  foros, encontramos que  source no es estándar de 
SQL,  es  específico  de MySQL,  entonces  el  conector  no  reconocía  como  válida  la 


































El  analizador  léxico  contiene  un  listado  de  palabras  reservadas  y  es  capaz  de 
detectarlas,  clasificar  identificadores  y  finalmente  devolver  un  listado  de  tokens 
(cada tokens se representa internamente por un número entero positivo).  De esa 
forma,  el  analizador  sintáctico,  recorre  el   listado  de  tokens,  generando  así  la 
estructura de clases resultante. 
 
Para  ampliar el  léxico  y  reglas  sintácticas en este  analizador  (reconocimiento de 
nuevos tokens como “view” por ejemplo), es necesario ampliar y modificar el flujo 
de  análisis  en  ambos  módulos.  En  el  analizador  léxico  es  necesario,  reservar  la 








JSQLParser  es  sencillo  cometer  un  error  a  la  hora  de  añadir  nuevas  palabras. 












 Si  se  llega al  final del  testigo, el  sistema  (al  igual que hacía en  la  versión 






en  primer  lugar  la  subestructura  de  clases  capaz  de  envolver   al  nuevo  tipo  de 




La  primera  dificultad  surge  debido  a  que  la  versión  existente  está  limitada  en 
cuanto a las operaciones SQL que se pueden realizar. Principalmente, en la versión 









La  mayor  complejidad  al  modificar  el  JSQLParser  es  la  comprensión  inicial  del 
código  del  analizador  léxico.  Al  principio  el  código  resulta  incomprensible,  pero 











 Por  último,  quizá  el  problema  que  más  tiempo  nos  costó  solucionar  fue  el  de 
intentar  abrir  varios  árboles  en  la misma  ejecución  del  programa.  Tras muchas 
ejecuciones  en  modo  paso  a  paso  y   tras  explorar  los  valores  de  las  variables, 
descubrimos que una de ellas no  se  inicializaba  correctamente,  causando que el 














Hemos  repartido  las  tareas,  basándonos en  el  patrón  de  arquitectura  del  software 
denominado  modelo  Vista  Controlador,  separando  los  datos  de  la  aplicación,  la 
interfaz del usuario y la lógica de control en tres componentes diferenciados. 
 
El  modelo  es  la  representación  de  la  información  con  la  cual  el  sistema  opera.  En 












4. El controlador delega a  los objetos de  la vista  la tarea de desplegar  la  interfaz 
de  usuario.  La  vista  obtiene  sus  datos  del  modelo  para  generar  la  interfaz 
apropiada  para  el  usuario  donde  se  reflejan  los  cambios  en  el  modelo.  El 













clases,  los datos que necesite. Así mismo, se encarga de  llamar al  formulario, el cual 
pide  los datos necesarios al usuario para poder conectarse a  la base de datos, y una 
vez que estos datos han  sido verificados, el usuario podrá  seleccionar un archivo de 









La  ampliación de  JSQLParser  y  la  generación del  árbol de  vistas  como  resultado del 
análisis sintáctico de las mismas han sido realizadas por María Fernández. La parte del 





La asignación del  trabajo se produjo en  la primera  reunión que  tuvimos con nuestro 
director de proyecto, en Noviembre del pasado año. Desde ese momento, se  fueron 








































un  sistema  que  utiliza  la  técnica  de  la  depuración  declarativa  aplicada  a  SQL.  El 
prototipo permite cargar ficheros fuente conteniendo las vistas a depurar, y construye 
un  árbol  que  puede  ser  navegado  bien  de  forma manual  o mediante  alguna  de  las 
estrategias que  incorpora. El sistema  interacciona con  la base de datos cuya  instancia 
estamos considerando, lo que permite analizar las respuestas obtenidas por cada vista 
y  comprobar  su  validez.  Como  resultado  de  este  proceso  la  aplicación  finaliza 
señalando una de las vistas consideradas como fuente del error. 
Aunque  la  utilidad  de  la  herramienta  debe  ser  comprobada  mediante  el  uso  en 
entornos  reales,  nuestra  experiencia  indica  que  puede  ser  útil  en  aplicaciones  que 
utilizan gran cantidad de vistas (por ejemplo para elaborar informes complejos). 
La principal dificultad surge cuando se consideran vistas cuya respuesta puede constar 
de gran cantidad de  filas; aunque  la vista  inicial puede  tener asociada una respuesta 
“pequeña”,  las vistas  intermedias a menudo generan cantidades de datos demasiado 
grandes para ser verificadas. 




 Afinar  el  proceso  de  depuración  distinguiendo  distintos  tipos  de  errores 















 Ampliar el  control en el  solapamiento de palabras  reservadas en  JSQLParser, 
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Para  información  sobre  elementos  como  Hibernate,  los  distintos  algoritmos,  Java, 
MySQL, etc: http://www.wikipedia.org/ 
   
 
 
 
 
 
