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Abstrakt
Práci „Simulátor a trenažer digitálních fotoaparátů řady OLYMPUS E510“ je možné rozdělit do tří 
částí – obecná, konkrétní a závěr.
Obecná úvodní část je věnována fotoaparátu Olympus E510, ovládání všech jeho módů je popsáno 
v rámci stručného manuálu. Dále se první část věnuje použitým technologiím, zejména od Adobe.
Druhá část se již věnuje konkrétní implementaci simulátoru fotoaparátu Olympus E510, na základě 
znalostí získaných v první části práce.
Závěrem je hodnocena implementace z hlediska využití konkrétní technologie, ta je porovnána 
s možnými alternativami a jsou vyzvednuty její klady/zápory.
Abstract
Thesis „OLYMPUS E510 Digital Cameras Simulator and Trainer“ is possible to divide into 3 parts – 
general, specific and conclusion.
Introductory general part aims to describe Olympus E510 camera – all it's modes' operation is 
described in a form of a brief manual. Next segment of the general part deals with the technologies 
used for the implementation, mainly from Adobe.
The second, specific part deals with the specifics of the implementation of the Olympus E510 camera 
simulator, based on the knowledge contained in the first part of the work. The paper is concluded by 
the evaluation of the implementation from the viewpoint of usage of the specific technology, and 
compared with possible alternatives, with advantages/disadvantages being highlihted.
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1 Úvod
V dnešní době je velmi složité vybrat ten správný model fotoaparátu, když člověk uvažuje 
o koupi některého z nich. Především, pokud se jedná o člověka, který v současném „multimediálním 
světě“ nemá moc velký přehled, focení (případně počítače a internet) nejsou jeho koníčkem. Potom 
je velmi těžké probrat se skutečně stovkami různých modelů, typů – od různých výrobců. Je takřka 
nemožné vyzkoušet si několik modelů a až na základě práce s nimi si vybrat ten správný.
Velmi zajímavou myšlenkou by bylo vytvořit sadu simulátorů / trenážérů – pro každý druh 
fotoaparátu, coby inernetových aplikací. Potenciální zájemce by si pak mohl jen proklikat několik 
simulátorů, modelů o kterých by uvažoval. Výběr toho nejvhodnějšího by poté byl o moc jednodušší, 
rychlejší a pohodlnější.
Stát  se  jedním z  těchto trenážérů,  to  je  hlavní  ambicí  tohoto  projektu.  Konkrétně se  bude 
věnovat  digitální  zrcadlovce – jedné z nejmenších a nejkompaktnějších (a přitom velice kvalitní) 
na současném trhu – Olympusu E510.
V první části tato práce prozradí několik technických informací a zajímavostí o tomto modelu. 
Pokusí se zaujmout čtenáře a ukázat mu, že snad tento fotoaparát opravdu stál za vynaložené úsilí 
při vytváření simulátoru a manuálu.
V druhé části  se  práce věnuje  použitým technologiím pro vývoj  aplikace.  Pokusí  se  sdělit 
několik základních informací a uvést do vývojového prostředí aplikace, dále objasnit hlavní výhody 
technologií pro tuto implementaci a konkrétně propojit obecné poznatky s použítím v trenažeru.
Hlavní částí potom je samotná aplikace trenažer / manuál (ve formě wiki). Na začátku dojde 
k zanalyzování problému a jednotlivých požadavků na aplikaci. Poté se práce bude věnovat návrhu 
a implementaci konkrétních dvou stěžejních částí aplikace – manuálu a simulátoru.
Na závěr dojde ke shrnutí a finálnímu zhodnocení aplikace, zhodnocení použitých technologií 
a porovnání s možnými alternativními technologiemi pro tento projekt. Bude upozorněno na klady 
tohoto řešení a zmíněny i jeho možné zápory a nevýhody.
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2 Olympus E510 základní informace
Jde  o  jednookou 10Mpx zrcadlovku,  která  patří  do  rodiny "čtyřtřetinového systému".  Ten 
vyvinul  Olympus  ve  spolupráci  s  Kodakem  a  je  postaven  kolem  snímače  o rozměru 
18.00 x 13.50 mm, což ukazuje na úhlopříčku 4/3 palce. V tomto modelu (jakož i v E410 – největšího 
konkurenta díky velké podobnosti funkcí i rozměrů) je snímač typu NMOS od Macušity, výsledek 
připojení  Panasonicu k tomuto projektu.  Nově řešený snímač,  který má  prvky CCD i  CMOS,  je 
schopen plynulého zpracování obrazu, podobně jako je to běžné v kompaktech. Proto obě zrcadlovky 
mají Live View, tedy schopnost zobrazit po sklopení zrcátka obraz na displeji (2,5“). Tento snímač je 
navíc stabilizovaný – a přístroj má, jako všechny zrcadlovky řady E a systému 4/3, speciální ochranu 
proti  prachu, která ze sebe prach setřásá a ten se zachycuje  na lepkavé pásce (po čase je třeba ji 
v servisu nechat vyměnit). Je to zatím nejúčinnější protiprachová ochrana.  
Už to,  že  jde  o zrcadlovku,  naznačuje,  komu je  tento přístroj  určen.  Zrcadlovky poskytují 
největší  míru  přehledu  a  ovladatelnosti  obrazu,  mají  též  nejvíce  prvků manuální  kontroly.  Tento 
model patří do nižší cenové kategorie. Má zrcadlový, nikoli hranolový hledáček, má lehké tělo, které 
by patrně těžko snášelo útrapy profesionální praxe a má i některá další omezení, která však běžného 
uživatele v ničem neomezují.
Závěrem je asi třeba říci, že Olympus E510 je malý, lehký, výborně ovladatelný přístroj typu 
jednooká zrcadlovka s výměnnou optikou. Za malé rozměry a váhu vděčí systému 4/3. Právě tato 
vlastnost je, zřejmě, jeho hlavní předností. Nejde jen o rozměry těla, ale i o rozměry optiky a ty budou 
v systému 4/3 vždy menší, než u "klasických" DSLR modelů. 
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3 Použité technologie
V  této  sekci  je  prostor  pro  seznámení  čtenáře  s  použitými  technologiemi  a vývojovými 
nástroji, které umožnily či zjednodušily vývoj tohoto softwaru. V úvodu bude vysvětleno konkrétní 
použití pro aplikaci, v jednotlivých sekcích obecné vlastnosti a informace o použitých technologiích.
Stěžejním  nástrojem  pro  vývoj  aplikace  byl  Adobe  Flex,  robustní  a  obrovsky  efektivní 
technologie  pro  vytváření  RIA (Rich  Internet  Applications),  který  podle  mnohých  expertů  nemá 
momentálně konkurenci. Například v porovnání s Flashem se jedná o mnohem komplexnější nástroj, 
ve kterém jde vytvořit prakticky cokoliv, poměrně jednoduše a velice efektně i efektivně. Tomuto 
nástroji se bude práce věnovat v první části této sekce.
Ve druhé části přijde na řadu propojení Flexové aplikace s Illustrator šablonou, pomocí které 
lze velice jednoduše měnit  styly a skiny (i  celá témata)  doslova „runtime“ a vzhled editovat  bez 
překladu  či  znovuspuštění  aplikace  –  dochází  k  načítání  extérního  swf  souboru  se  skiny během 
inicializace samotné aplikace či prostě na požádání.
Další  část  se  věnuje  ne  zcela  nepostradatelnému,  ale  rozhodně  velice  užitečnému,  nástroji 
ANT – ten je obecně používán například pro překlad projektů v jazyce Java. V této aplikaci je však 
využit k překladu Flexové aplikace (což dokáže i vývojový nástroj a editor Flex Builder 3, který ho 
má zabudován v sobě), ale hlavně pro překlad lokalizovaných textů, které jsou vytaženy z aplikace 
do externích .properties souborů – co jazyková mutace, to jeden soubor, což zajišťuje 100% lokalizaci 
aplikace a přidání další lokalizace obnáší jen přidat další .properties soubor s texty v národním jazyce 
(dle konvencí je správné pojmenování např: /cs_CZ/app.properties). Pomocí ANTu program přeloží 
každý .properties  soubor  na  cs_CZ.swf  a  tyto  lokalizovane  soubory jsou  poté  načteny samotnou 
aplikací.
V neposlední řadě je třeba věnovat se javaScriptu, bez kterého by byla práce s výsledným swf 
(ať už Flexové či Flashové) velice omezená, takřka nemožná. Pro vložení aplikace do html stránky je 
v aplikaci použita js třída SWFObject, která umožnuje poslání dat Flashové/Flexové aplikaci přes 
FlashVars, mimo jiné také umožnuje navěšení eventListenerů js < - > swf a další velmi užitečné věci.
Poslední  nástroj,  který  si  zaslouží  pozornost  v  rámci  implementace  tohoto  projektu 
je beze sporu Subversion, který umožňuje verzovat změny ve zdrojovém kódu a kdykoliv se vracet 
zpět a znovu dopředu, větvit vývojové prostředí a řadu dalších velice užitečných věcí.
Pomocí těchto nástrojů bylo docíleno velice pohodlného a efektivního vývoje aplikace.
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3.1 Adobe Flex – nástroj pro vývoj RIA
Vývoj  webových  aplikací  je  historicky  spojen  s technologiemi  jako  HTML,  CSS 
nebo JavaScript, v posledních letech se však rychle začínají prosazovat alternativní přístupy, z nichž 
mezi nejvýznamnější patří technologie Adobe Flex. 
Adobe Flex je sada technologií, vytvořená Adobe Systems pro vývoj multiplatformních RIA 
aplikací (Rich Internet Application) založených na Adobe Flash. První vydání je z března roku 2004 
od firmy Macromedia jménem Flex Data Services. V únoru roku 2008 Adobe uvolnilo Flex 3 SDK 
pod licencí Mozilla Public License.
Flexové aplikace se spouští v prostředí Adobe Flash Playeru, pro vývoj většinou slouží Adobe 
Flex Builder, což je IDE postavené na Java platformě Eclipse.
Narozdíl  od  programu  Adobe  Flash,  ve  Flex  Builderu  nemůžeme  vytvářet  animace, 
MovieClipy,  kreslit  apod.  Na  druhou  stranu  máme  spoustu  již  hotových  komponent  (objektů) 
s vlastní grafikou, vlastnostmi a metodami,  které nám ušetří  spoustu práce, avšak přidají velikosti 
výsledného souboru desitky až stovky kB. Práce s Flex Builderem je rychlá.  Tlačítko, vysouvací 
seznam nebo kalendář získáme přetažením objektu myší  na scénu,  avšak nemůžeme ji  upravovat 
do takové míry, jako komponentu vlastní. Proto si jsou Flex aplikace velmi podobné.
Zdrojový soubor  Flexu  obsahuje  vzhled  uživatelského rozhraní,  tj.  typy  komponent,  jejich 
velikost  a  pozici  na  scéně,  vlastnosti  a  funkce,  podle  kterých  zkompiluje  výsledny swf  soubor. 
Pro tento obsah Adobe zvolilo formát XML, konkrétně MXML. Potřebný kód v ActionScriptu se píše 
do prostoru CDATA.
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Dále by se jistě slušelo zdůraznit hlavní výhody Adobe Flex technologie jako takové. 
Porovnání má ve většině případů největší smysl s AJAXem, který je společně s Microsoft 
technologiemi (.NET, SilverLight, …) zcela jistě největším konkurentem Adobe technologií. Nutno 
ještě podotknout, že toto srovnávání se věnuje mimo jiné také datovému přístupu, serverovým 
databázovým aplikacím a rozšířeným informačním systémum všeho druhu, což sice s tímto projektem 
souvisí jen okrajově, rozhodně to však není úplně od věci.
• Použití AMF3 ve Flexu drtí AJAX úplně ve všech parametrech:
• Server execution time
• Transfer time
• Parse time
• Render time
• Data bandwidth
• (názorný příklad: http://www.jamesward.com/wordpress/2007/04/30/ajax-and-flex-
data-loading-benchmarks)
• Flex netrpí crossbrowser problémy → aplikace vždy funguje i vypadá tak, jak má
• Flex lze velmi jednoduše propojit s Ajax aplikací pomocí Adobe Flex – Ajax Bridge (což 
není pravdou obráceně)
• S použitím Adobe LiveCycle DataServices nebo BlazeDS téměř odpadá kódování serverové 
části projektu, konkrétní informace na:
• http://www.adobe.com/products/livecycle/dataservices/  
• http://opensource.adobe.com/wiki/display/blazeds/BlazeDS/  
• Flex aplikaci lze psát, nebo velice jednoduše převést, na multiplatformní desktopovou 
aplikaci pomocí technologie Adobe Air, díky čemuž lze přistupovat na lokální disk uživatele, 
využívat interní sqlite databázi, automatickou synchronizaci dat při přechodu z offline 
do online módu a spoustu dalších výhod. Především v tomto bodu nemá Adobe momentálně 
žádnou konkurenci.
• Kompilace – binární kódování je úspornější než prostý text, běhové prostředí nemusí 
zdrojový kód překládat při každém požadavku, snadněji se brání intelektuální vlastnictví, 
kompilátor zkontroluje velikou část formální správnosti kódu již při kompilaci → významné 
snížení runtime chyb.
• Flex nabízí vysoký programátorský komfort a technické možnosti, které v HTML nemají 
obdoby → typovost AS3 například odhalí 99% chyb dříve, než vůbec nastanou.
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• Drtivá většina (vyjma datavisualation – pokročilé grafy, diagramy a animace) frameworku je 
Open Source – nazýván též jako SDK (momentální aktuální verze 3.3)
• Vysoká podpora skinování a témata, více například na:
• http://scalenine.com/  
• Výpočetní výkon – nový Flash player 10 nechává něktéré náročné výpočty provádět 
grafickou kartu, což dává více prostoru procesoru.
• Grafy, datagramy, tabulky – bohatá knihovna již hotových komponent, které jsou navíc 
rozšířitelné například předěděním, ukázky:
• http://demo.quietlyscheming.com/ChartSampler/app.html  
• Velmi jednoduchý převod do formátu PDF a jeho generování.
• Bohatá podpora pro lokalizaci aplikace, lze lokalizovat nejen texty, ale i multimédia jako jsou 
obrázky, videa nebo zvuky.
• Efekty – neomezená podpora při tvorbě efektů všeho druhu třeba přechodů mezi stavy 
aplikace, vykreslování grafů, nahrávání dat atd.
• Zabezpečení Flex chrání zároveň klienta i server, Flash player běží uvnitř security sendboxu, 
který zajišťuje kompletní ochranu před potenciálními útoky.
Když by se měly shrnout výhody, ze kterých prosperuje tento projekt, jedná se v první řadě 
zcela jistě o výbornou přenositelnost zkompilovaných souborů, ať už je na řadě formát pdf (výsledný 
soubor dokumentace) nebo formát swf (výsledný soubor aplikace, který by ovšem měl být obalený 
HTML  /  JS  souborem).  Bin  adresář  aplikace  by  měl  být  přenesitelný  crossplatformě,  jediným 
požadavkem je přítomnost nainstalovaného Flash Playeru.
Další  ulehčení  spočívá  ve  využití  runtime  skinování  a  lokalizace,  všechny  texty  i  ikony 
a obrázky jsou načteny nezávisle na samotné aplikaci a velice jednoduše by se daly implementovat 
další jazykové (přidání nové lokalizace) či vzhledové (například změna ikon v případě nové verze 
firmwaru fotoaparátu) variace.
Vývojář zcela jistě také ocení komfort v podobě typového jazyku AS3, typovost ohlídá 
a předejde většinu z chyb, které by runtime nastaly.
V poslední řadě by chtělo vyzdvihnout možnost jednoduchého převodu webové aplikace (swf, 
html, js) na desktopovou (air), čímž by měl uživatel umožněnou práci s aplikací i mimo internet, 
lokálně na svém počítači. Tento krok by určitě přicházel v úvahu mezi prvními, v rámci případného 
rozšíření aplikace.
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3.2 Adobe Illustrator – podpora stylování / 
skinování RIA runtime
Jak je vidět na obrázku výše, Illustrator podporuje vytváření šablon pro změnu vzhledu Flex 
aplikace.  Stačí jen nadefinovat vzhled pro obecné komponenty (jako jsou například TitleWindow, 
Button,  Panel,  CheckBox,  …) a  nahrát  swf  se  skiny do aplikace a  použít  pomocí  StyleManager 
singleton třídy aplikace. Důležitou informací pro tento projekt je, že je možné si definovat vlastní 
vzhled  pomocí  Illustrator  skinování  i  pro  vlastní  komponenty 
(například Button.styleClass = exitButton, ComboBox.styleClass = colorChooser, …).
Díky této vlastnosti je možné, aby každá ikonka, která je v simulátoru vidět, byla typu Button 
s vlastním  nastavením  styleClass  →  tj  každá  ikonka  měla  vlastní  Button  skin.  To v důsledku 
znamená, že aplikace je funkční nezávisle na ikonách na displeji – ty je možné kdykoliv bez překladu 
samotné aplikace editovat a spravovat. Což nejen velmi zrychluje vývoj simulátoru, ale hlavně velice 
zjednodušuje jeho spravování a případné úpravy v budoucnu.
Na závěr je nutno podotknout, že Illustrator není jediný nástroj, kterým lze vytvářet skiny pro 
Flex  aplikace,  stejne  tak  jde  skinovat  pomocí  Flashe,  Photoshopu  či  FireWorksu.  Takže  záleží 
na každém vývojáří, který program pro vytvoření skinů použije.
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3.3 ANT – překlad aplikací i jejích částí
ANT umožňuje programátorům používajícím jazyk Java psát komplexní sestavovací schémata 
pro své aplikace. Je možné namítnout, že již existuje a je dlouho používaná utilita make, ovšem ta je 
pouze jakousi nástavbou v příkazovém interpreteru. Make totiž pouze dodefinovává pravidla, kterými 
se bude překlad řídit. Dále se pak již využívají nativní příkazy operačního systému. Z toho vyplývá, 
že  sestavovací  schéma  make  není  obecně  přenositelné  mezi  různými  operačními  systémy.  Tento 
problém je při použití ANTu vyřešen. ANT je totiž celý implementován v jazyce Java, a to zaručuje 
jeho  přenositelnost  mezi  různými  platformami.  Každá  operace,  kterou  lze  volat,  s  některými 
výjimkami,  je  implementována  za  pomoci  standardních  javovských  knihoven,  tedy  bez  využití 
nativních programů hostitelského operačního systému.  Dalším aspektem je  syntaxe sestavovacího 
souboru, který je samotnou utilitou zpracováván. Narozdíl od utility make, která má v sestavovacích 
souborech svou speciální  syntaxi,  je  pro vytváření  sestavovacích schémat  pro utilitu ANT využit 
formát XML. Toto využití formátu XML dovoluje zkontrolovat samotné sestavovací schéma, a to je 
jistě dobrá vlastnost.
Sestavování programu je za použití utility ANT stejně jako u make řízeno pomocí  tzv. cílů 
(target), z nichž jeden je považován za implicitní a musí být známo, který to je. Cíl potom obsahuje 
jednotlivé úkoly (task), které jsou v rámci tohoto cíle vykonány.
Pomocí  tohoto  nástroje  je  překládána  nejenom  celá  aplikace,  ale  především  lokalizovaná 
stringy. Pro názornost je zde k dispozici část ANT kódu, který se stará o přeložení lokalizovaných 
.properties souborů na výsledné swf resources.
    <macrodef name="compileLocale" description="Compiles the Resource...">
        <attribute name="locale" default="cs_CZ"/>
        <sequential>
            <mkdir dir="${FLEX_HOME}/frameworks/locale/@{locale}"/>
            <mxmlc output="${basedir}/src/assets/locale/@{locale}.swf">
                <locale>@{locale}</locale>
                <source-path path-element="bundles/@{locale}/src"/>
                <include-resource-bundles>simulator</include-resource-bundles>
                <source-path path-element="${FLEX_HOME}/frameworks"/>
            </mxmlc>
        </sequential>
    </macrodef>
ANTu  tedy  překládá  lokalizované  swf,  pomocí  SWFObjectu  (vysvětleno  níže)  dochází 
k nahrání konkrétního z nich, vhodná spolupráce těchto dvou technologií.
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3.4 JavaScript – vkládání „swf“ aplikací
Aby byla  Flexová /  Flashová aplikace vložena do HTML a zobrazena na WWW, je nutné 
použít JavaScript. Je hodně možností, jak pomocí JS umístit do HTML swf, tou nejběžnější je obecný 
Object HTML tag, který má ale dost omezené možnosti a spoustu neřešitelných situací.
Naproti tomu SWFObject je pro účely tohoto projektu naprosto vyhovující. Umožňuje poslání 
dat z JS do Flexu pomocí  FlashVars, při  použití  FABridge lze například mezi  JS a Flexem sahat 
vzájemně na public metody a proměnné či poslouchat události.
V tomto  konkrétním případě je  v  SWFObjectu použito  například nastavení  locale  (viz kód 
níže).  Při  každém vložení  Flashe  do  stránky dojde k nastavení  localeChain na cs_CZ,  tj výchozí 
lokalizací je čeština. Nebyl  by však problém, ať už ve Flexu či JS, například pomocí comboBoxu 
implementovat přepínání jazykových mutací.
Obrovská síla této technologie spočívá právě v přepínání aktuální lokalizace runtime. Ostatně 
jak je možné i vyzkoušet comboBoxem lokalizací přímo v controllBaru aplikace.
        <script type="text/javascript" src="swfobject.js"></script>
        <script type="text/javascript">
            // v soucasne dobe podporovane locale: cs_CZ || en_US
            var locale = "cs_CZ";
            var path = "assets/locale/";
            var flashvars = {
                resourceModuleURLs: path + locale + ".swf",
                localeChain: locale,
                themeURLs: "assets/themes/skins.swf",
                resourcePath: path
            };
            var params = {
                wmode: "opaque"
            };
            var attributes = {
                id: "simulator",
                style: "display: block; margin: auto;"
            };
            swfobject.embedSWF("${swf}.swf", "flashcontent", "${width}",
                               "${height}", "9.0.0", false, flashvars, params,
                               attributes);
        </script>
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3.5 Subversion – verzování zdrojových kódů 
Subversion je systém pro správu a verzování zdrojových kódů, náhrada za starší CVS. Snaží se 
zachovat  podobný  způsob  a  styl  práce,  ale  odstranit  nedostatky  CVS  jako  například  nemožnost 
přesunu nebo kopírování adresářů, časová a prostorová náročnost větvení, tagování a podobně.
Jednou  z  výhod  systému  Subversion  je  existence  velmi  dobré  dokumentace  (zatím  jen 
v angličtině) – nazývá se Version Control with Subversion a je volně dostupná. Další je existence 
více přístupových metod k repozitáři. Subversion je tak jako CVS založeno na principu centrálního 
repozitáře.
Subversion patří do kategorie version control nástrojů a uspokojuje základní potřeby při správě 
verzí.  Je  vyvíjen  firmou  CollabNet,  Inc.  a  je  šířen  pod  licencí,  která  umožňuje  jeho  bezplatné 
komerční použití, k dispozici jsou zdrojové kódy.
Důvodem jeho vzniku je snaha o nahrazení jiného velmi používaného systému, zvláště ve světě 
open  source,  CVS.  Zčásti  je  Subversion  systémem  CVS  inspirován,  bere  si  z  něj  některé  jeho 
vlastnosti, je však mnohem flexibilnější a jeho používání je snazší.
Lze ho provozovat na mnoha platformách, samozřejmě včetně Windows.
Skládá se ze dvou hlavních částí – klientská část a serverová.
Klientská část poskytuje nástroje pro práci s verzemi přímo v pracovním adresáři a komunikaci 
se serverovou částí, která se stará o repository (centrální úložiště).
K repository lze přistupovat různými způsoby (lokálně, přes nativní protokol svn://,  DAV). 
Existuje  několik  klientských  nástrojů,  od  příkazové  řádky,  přes  webové  rozhraní  až  po nástroje 
integrované do GUI operačního systému. Záleží na tom, co kterému uživateli vyhovuje nejvíce.
Zde je možno vidět základní postup při vytváření resp přihlášení se k SVN:
• Vyzvednutí  projektu  (tzv.  checkout)  z  repository  do  lokálního  adresáře.  Tím  se vytváří 
pracovní kopie, která funguje jako pracovní prostor.
• Editace požadovaných souborů (přidání, mazání).
• Odeslání  změn  do  repository (tzv.  commit).  Změny jsou  viditelné  pro  všechny uživatele 
repository.  Spolu se změnami se zapisuje čas jejich poslání do repository,  autor a textový 
komentář. Další vývojář může pokračovat v práci.
• Další vývojář (pokud již má pracovní prostor) provede stažení aktuální verze z repository 
(tzv.  update)  a  pokračuje  ve  vývoji.  Vytvořené  změny  opět  odešle  do repository 
(tzv. Commit).
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4 Vytvoření manuálu a simulátoru
V  této  části  se  práce  bude  věnovat  samotné  implementaci.  Pomocí  výše  vysvětlených 
technologií  a  nástrojů  bude  implementace  velmi  elegantní  a  řešení  bude  flexibilní  –  ať  už 
se jazykových mutací, grafiky či dalších úprav v budoucnu týče.
Na začátek této kapitoly by bylo vhodné se věnovat získáním grafických prvků, především ikon 
a variant zobrazení displeje, což byla jedna z nejpracnějších a časově nejnárocnějších částí projektu. 
V tomto případě bohužel ani ANT či SVN nepomůže.
Z printscreenu displeje fotoaparátu bylo možné například Photoshopem vyřezat vše potřebné 
a následně  připravenou  grafiku  naimportovat  do  Illustrator  šablon  –  tak  došlo  k získáni  grafiky 
pro všechny  potřebné  ikony  tj.  Button.classy.  Ve  chvíli,  kdy  bylo  vše  správně  importováno 
do Illustratoru, už stačilo jen vyexportovat swf skinů a použít ho ve Flexové aplikaci – kde bylo třeba 
jen nastavit konkrétním Buttonům konkrétní styleClassName.
Na závěr této kapitoly by se slušelo ještě zdůraznit, že aplikace je psána na úrovni komponent 
frameworku (Adobe SDK), sám s tím mám již dvouletou zkušenost – pracuji jako Lead Developper 
v  technologii  Adobe  Flex,  i  proto  bylo  zvoleno toto  řešení.  Troufám si  říct,  že  kvalitou  kódu, 
použitím  konvencí,  využitými  technologiemi  i  všemi  dalšími  prvky  realizace,  je  toto  řešení 
na nejvyšší možné úrovni a jsem schopen/ochoten si toto tvrzení obhájit.
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4.1 Požadavky na aplikaci
Na obrázku výše je vidět přiložené oficiální zadání. Ikdyž se ho tento projekt ve všech částích 
100% nedrží, samozřejmě z něj bylo primárně vycházeno a aplikace se snaží pokrýt všechny části, 
které jsou zmíněny v zadání této bakalářské práce.
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Jak  je  tedy  vidno  z  naskenovaného  zadání  bakalářské  práce  o  stránku  výše,  celý  projekt 
se skládá z několika částí. Hlavní tři jsou tyto:
• Manuál v režimu prohlížení
• Manuál v režimu fotografování
• Trenažer v režimu fotografování – nastavení módů focení
Celá aplikace by šla udělat mnohem robustněji a velice lehce by šlo překročit rozsah bakalářké 
práce. Například se přímo nabízí udělat kompletní manuál i trenažer fotoaparátu – včetně veškerého 
nastavovaní a všech možností tohoto modelu Olympus E510. 
Obecně  lze  zcela  určitě  říci,  že  tato  komplexní  implementace  manuálu  a  trenažeru  téměř 
jakékoli  digitální  zrcadlovky zdaleka překračuje  původní  rozsah zadání  bakalářské práce.  Zřejmě 
na rozdíl od modelů kompakt-fotoaparátů, u nichž jsou možnosti nastavování a módů focení značně 
omezené oproti „zrcadlovým kolegům“.
Právě z tohoto důvodu by bylo radno hned na začátku sekce o implementaci programu říci, 
že oficiální zadání je spíše lehce zjednodušené, než rozšířené. Vytvoření aplikace bylo pojato tak, aby 
nepůsobilo v žádném směru nedodělaným dojmem, nicméně je velice dobře připraveno na případné 
dodělávky v budoucnu a umožňuje doimplementovat části, které v současné verzi chybí. Ať už díky 
SVN, které mimo jiné umožňuje velice pohodlnou, efektivní a synchronizovanou práci na softwaru 
ve více lidech, či díky separaci všech textů do externích lokalizovaných souboru, nebo díky vytažení 
veškeré  specifické grafiky do swf šablony skinů.  Všem těmto  postupům byl  již  ostatně  věnován 
dostatečný prostor v sekci „Použité technologie“.
Z  výše  uvedených  důvodů  se  práce  věnuje  implementaci  jednoduchého  manuálu,  jehož 
hlavním úkolem je především demonstrace efektivity použitého řešení  a je  připraven na případné 
rozšíření  v rámci  dalšího vývoje.  Druhou část  tvoří  samozřejmě  trenažer,  který simuluje  chování 
fotoaparátu v režimu focení, bez možností pokročilého nastavování v sekci menu. Umožnuje však 
přepínat módy focení + s lehčím zjednodušením prohlížet uložené fotografie.
Na závěr by se zřejmě slušelo ještě jednou zdůraznit, že manuál i trenažer neimplementují celý 
rozsah  možností  Olympusu  E510,  věnují  se  jen  vybraným částem – na kterých  jsou  nejnázorněji 
demonstrovány výhody použité implementace.
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4.2 Návrh a implementace
Původní  plán  byl,  že  manuál  bude  dostupný  v  kapitole  2.1,  v  rámci  této  dokumentace 
o aplikaci,  kterou  bude  tvořit  pouze  trenažer  Olympusu  E510.  Nicméně  vzhledem  k nesporným 
výhodám konečného řešení byl manuál nakonec implementován coby wikipedie jako část samotné 
aplikace.  Ta bude tedy tvořena dvěma částmi  – dokumentace a trenažer.  Pro jejich oddělení byla 
použita  komponenta  Accordeon  (harmonika),  která  perfektně  slouží  k  řešení  tohoto  konkrétního 
problému,  například  je  možné  pracovat  s fotoaparátem  v  módu  trenažer  a  v  případě  potřeby 
se přepnout do manuálu a zjistit chybějící informace. Další nespornou výhodou bezesporu je využití 
lokalizace  i  v  manuálu.  O  nahrání  extérních  lokalizovaných  textů  i  grafických  prvků  (ikon) 
v trenažeru už bylo řečeno hodně a bezesporu je to velká výhoda této implementace. Ve chvíli, kdy 
se manuál stane také částí aplikace, však velice jednoduše můžeme lokalizovat i jeho obsah a celá 
aplikace působí komplexním a multijazyčným dojmem.
Co se samotného trenažeru týče, při vývoji byly využity postupy a filozofie z Adobe projektu 
Cairngorm.  Ten  mimo  jiné  využívá  singleton  třídu  MainModelLocator  jako  globální  úložiště 
nastavení  pro  celou  aplikaci  –  jako  je  například  mód  focení,  mód  displeje,  aktuální  lokalziace 
nebo i správa (ne)implementovaných sekcí  aplikace. Další  hlavní  vlastností  Cairngorm projektů je 
například to, že v případě jakýchhkoli datových změn či nutnosti provést zásadnější změnu v Modelu 
či chování aplikace dochází k dispatchování Cairngorm události, která je chycena v MainController 
třídě a vyvolává konkrétní Command, který implementuje interface IResponder. Stará se o provedení 
daného příkazu, vyvolaného událostí z frontendu, ať už pomocí bussines Delegate třídy, která se stará 
například o samotné stažení či updatnutí dat, nebo zapsáním provedených změn do Modelu. Více 
informací  (nejen) o v tomto odstavci nakouslých řešeních je možné najít  na oficiálních stránkách 
Cairngormu (odkaz uveden v literatuře v závěrečné části tohoto dokumentu). Každopádně lze říci, 
že použití  Cairngorm filozofie v implementaci  jakéhokoliv projektu zaručí  obrovské zjednodušení 
a enormní nárust přehlednosti ve čtení napsaného kódu.
Vzhled a interface aplikace byl pojat tak, že veškeré (ne)funkční prvky v celém programu jsou 
obecné objekty typu Box, Canvas či Button a pomocí styleName jsou jim přideleny konkrétní skiny 
(například horní část displeje, jednotlivé ikony, tlačítka na fotoaparátu či samotný fotoaparát).
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4.3 Výsledná aplikace
Aplikace má velice jednoduché ovládání – v horním kontrolním panelu je možno měnit pozadí 
a zároveň na displeji zobrazenou fotografii – na výběr jich je 5, tyto fotografie je zároveň možno 
vidět  v  módu  „Prohlížení“.  V  kontrolním  panelu  je  dále  možno  runtime  měnit  aktuální  jazyk 
aplikace – způsob řešení lokalizace je také zmíněn v dalších kapitolách technické zprávy.
Níže je přiložen AS3 kód, kterým je lokalizace přepínána. Ve statické proměnné, která je typu 
Array jsou uloženy dostupné lokalizace. Stringy, jejichž skutečné hodnoty jsou uloženy v konstantách 
MainModelLocatoru. Toto pole je zároveň dataProviderem pro ComboBox, který zajišťuje samotné 
přepínání jazyka. Při změně vybrané hodnoty je vyhozena událost „change“ v tomto ComboBoxu, 
událost  obsluhuje níže přiložený handler,  který pomocí  singletonu resourceManager nahraje nově 
zvolenou lokalizaci a ve chvíli, kdy je nahrána dojde k samotnému přepnutí – veškeré texty v tu chvíli 
„probindují“ na novou jazykovou lokalizaci a aplikace se během vteřiny přepne do jiného jazyka.
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Toto maximálně optimalizované řešení má například tu výhodu, že když budeme mít jazyků 
v aplikaci  hodně,  například  50,  nebudou  se  pří  spuštění  nahrávat  všechny,  ale  jen  ten  výchozí 
a ostatní až na požádání. Zde je řešení demonstrováno ukázkou kódu.
    [Bindable]
    public static var locales:Array =
    [
        MainModelLocator.LOCALE_CS_CZ,
        MainModelLocator.LOCALE_EN_US
    ];
    private function comboLocale_changeHandler(event:Event):void
    {
        var newLocale:String = ComboBox(event.target).selectedItem.toString();
        resourceManager.loadResourceModule(
            parameters["resourcePath"] + newLocale + ".swf").addEventListener(
                ResourceEvent.COMPLETE, function():void
                {
                    resourceManager.localeChain = [ newLocale ];
                });
    }
Fotoaparát lze ovládat pomocí tlačítek v jeho horním pohledu. Funkční jsou tlačítka pro změnu 
režimu focení (v módu „Focení“), pro zapnutí a vypnutí fotoaparátu (páčka u kolečka pro přepnutí 
módu focení – vlevo) a tlačítko pro zoom fotografií v módu „Prohlížení“, kterým je možno nastavit 
počet zobrazených fotografií na displeji (1 – 16 kusů). Editace otáčivých koleček pro změnu režimu 
focení a pro změnu počtu zobrazených fotek je řešena PopUp modálním oknem, ve kterém je možno 
zvolit konkrétní variantu (viz screen shoty níže).
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Ovládací prvky v zadním pohledu fotografie jsou o něco pestřejší. Levá a pravé šipka v hvězdě 
tlačítek slouží k listování mezi fotkami (mód „Prohlížení“), horní a dolní + prostřední tlačítko „OK“ 
slouží k vybrání scénického režímu focení (demonstrováno níže). 
Tlačítko  „zelená  šipka“  (horní  ze  čtyř  vlevo  od  displeje)  slouží  k  přepínání  mezi  módem 
„Focení“ a „Prohlížení“ – pokud je fotoaparát zapnutý.  Dalším tlačítkem od shora je možno mazat 
vytvořené fotografie (což v této verzi není aktivní, protože nemá smysl mazat, když nelze fotografie 
vytvářet). Menu tlačítko také není aktivní – tím by bylo možné dostat se do detailního nastavení, 
kterému  se  tato  verze  aplikace  nevěnuje.  Poslední  Info  tlačítko  slouží  k  přepínáni  zobrazených 
informací na displeji v módu „Foceni“.
Veškeré informace o aktuálním nastavení jsou uloženy MainModelLocatoru, pro demonstraci 
je  níže  vložena  ukázka  kódu  –  celý  MainModelLocator  je  „Bindable“,  což  ve  Flexu  znamená 
vlastnost,  kdy  při  jakékoli  změně  hodnoty  proměnné  se  tato  změna  promítne  ve  všech  částech 
aplikace, kde je proměnná použita. Není tedy třeba řešit žádný refresh – obnovení nového nastavení 
se stane vždy právě ve chvíli, kdy se skutečně nějaká změna udála. Dále jsou v MainModelLocatoru 
uloženy konstanty tj  hodnoty,  které řídící proměnné mohou nabývat.  A také je zde možno nalézt 
například optimalizační utility funkci, díky které došlo ve zbytku aplikace k velké redukci duplicit 
(každý  obrázek  nemusí  mit  v  source  nastavenou  plnou  cestu  k  němu,  stačí  zavolat  tuto  funkci 
s parametrem názvu zrovna žádaného obrázku.
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[Bindable]
public class MainModelLocator extends EventDispatcher
{
private static var _instance:MainModelLocator;
public static function get instance():MainModelLocator
{
    if (!_instance)
        _instance = new MainModelLocator();
    return _instance;
}
public function MainModelLocator()
{
    if (_instance)
         throw new Error(
                ResourceManager.getInstance().getString(
                    "simulator", "singletonError"));
}
public var backgroundPhoto:String = BACKGROUND_PHOTO_1;
public var currentViewedPhoto:int = 0;
public var displayMode:String = DISPLAY_MODE_OFF;
public var numRemainingPhotos:int = 412;
public var photoMode:String = PHOTO_MODE_AUTO;
public var photoModeView:int = 0;
public var viewNumPhotos:int = 16;
public function getIconPath(name:String):String
{
    return "assets/icons/" + name + ".png";
}
}
Jednotlivé proměnné nesou informaci o aktuálním nastavením, podle něj se řídí všechny části 
aplikace. Z ukázky kódu byly záměrně smazány jednotlivé konstanty, které nejsou pro demonstraci 
funkčnosti aplikace podstatné. Vše je řešeno, jak již bylo zmíněno, dle Cairngorm standartů, které 
jsou všeobecně považovány jako nejlepší pro efektivní vývoj.
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Na obrázku výše je vidět aplikace v módu výběru scénického režimu (tam je možné se dostat 
po výběru scénických režimů v PopUpu režimů focení). Jedná se o komponentu, která je ovladatelná 
šipkami nahoru a dolů, potvrzení tlačítkem „OK“ - na kterém je zrovna kurzor myši (každé z tlačítek 
má informační toolTip – samozřejmě rovněž lokalizovaný). 
Komponenta  je  složena  z  VBox  (Vertical  Box  → potomci  se  rovnají  pod  sebe)  seznamu 
režimů, které jsou reprezentovány jednotlivými ikonami., a z Boxu, který obsahuje šedě podkreslený 
nadpis aktuálně vybrané scény, popis scény vlevo a demonstrační obrázek vpravo. Zde by se zřejmě 
slušelo  vyzdvihnout  především  jednoduché  a  výstižné  řešení  Olympusu,  jak  na  fotoaparátu,  tak 
v trenažeru je oriantace mezi scénickými režimy focení, díky tomuto systému velmi snadná a jinak 
poměrně složitou problematiku lze díky němu velice rychle pochopit.
VBox  s  ikonami  je  vlastně  úměle  vytvořený  List,  který  uchovává  informaci  o  aktuálně 
označeném Boxu, to je možné změnit výše zmíněnými šipkami, a jednotlivé komponenty, které dle 
označení barví pozadí na žluto či šedo a v popředí zobrazují konkrétní ikonku, o velikosti 90%, což 
zajišťuje žluté/šedé podbarvení. Zobrazení obsahu deleguje rovněž řídící Box, který jen volá, jaký 
obsah je potřeba zobrazit – v závislosti na vybraném režimu vlevo.
Níže je přiložena ukázka zdrojového kódu (jen pro názornost,  takže opět ne celé třídy,  jen 
důležité útržky v AS3. První část ukazuje použití ikon a obsahových částí, další se věnuje změně 
označené ikony → takže i obsahu.
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<mx:VBox id="icons"
    width="56" height="{height}"
    horizontalScrollPolicy="{ScrollPolicy.OFF}" horizontalGap="0"
    verticalScrollPolicy="{ScrollPolicy.OFF}" verticalGap="0">
    <displayClasses:SceneIconBox iconName="scenePortrait" />
    <displayClasses:SceneIconBox iconName="sceneLandscape" />
    ...
</mx:VBox>
<mx:Canvas id="contents" width="100%" height="{height}">
    <displayClasses:SceneInfoBox sceneName="Portrait" visible="false" />
    <displayClasses:SceneInfoBox sceneName="Landscape" visible="false" />
    ...
</mx:Canvas>
public function setSelectedScene(index:int):void
{
   if (index < 0)
       selectedSceneIndex = icons.numChildren - 1;
   else if (index >= icons.numChildren - 1)
       selectedSceneIndex = 0;
   else
       selectedSceneIndex = index;
   for each (var content:Box in contents.getChildren())
   {
       content.visible  = contents.getChildIndex(content) == selectedSceneIndex;
   }
   for each (var icon:Box in icons.getChildren())
   {
         icon.drawFocus(icons.getChildIndex(icon) == selectedSceneIndex);
    }
    icon = Box(icons.getChildAt(selectedSceneIndex));
    icons.verticalScrollPosition = icon.y - (height - icon.height) / 2;
}
override public function drawFocus(isFocused:Boolean):void
{
    setStyle("backgroundColor", isFocused ? "yellow" : "gray");
}
<mx:HBox width="100%" height="100%">
        <view:DisplayTextArea
                width="65%" height="100%" fontSize="13"
                text="{resourceManager.getString(
                    'simulator', 'scene' + sceneName + 'Text')}" />
         <mx:Image
                 source="assets/icons/scene/photo{sceneName}.png"
                   width="35%" height="100%" />
</mx:HBox>
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    override protected function resourcesChanged():void
    {
        var basicGuideArray:Array = resourceManager.getStringArray('simulator', 'basicGuideArray');
        var basicGuideNames:String = "";
        for each (var topic:String in basicGuideArray)
        {
            basicGuideNames
                += "<node label=\"" + topic + "\" index=\""
                    + basicGuideArray.indexOf(topic) + "\" type=\"topic\" />\n";
        }
        var xmlString:String
            = "<root>\n"
                + "<node label=\""
                    + resourceManager.getString('simulator', 'basicGuideName')
                    + "\" type=\"folder\">\n"
                    + basicGuideNames
                + "</node>\n"
            + "</root>\n";
        treeData = XML(xmlString);
        dispatchEvent(new Event("resourcesChanged"));
    }
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Manuál  (obrázek  i  ukázka  kódu  výše),  jak  již  bylo  a  ješte  bude  zmíněno,  je  součástí 
aplikace – přípínatelné mezi jím a trenažérem pomocí komponenty Accordion. Je lokalizovaný, stejně 
jako trenažer – lokalizace se skládá s textů – jednotlivá témata ve stromečku vlevo – a z  obrázků 
z oficiálního manuálu. Zatím celá aplikace (trenažer i manuál) funguje v českém a anglickém jazyce. 
Manuál je, jak vidno, dělán ve stylu wikipedie – v případě rozšíření obsahu by jistě stála za zvážení 
implementace vyhledávání.
Ná závěr kapitoly o „Výsledné aplikaci“ je přiložen obrázek struktury souborů:
Jak je vidět z obrázku, třídy jsou uloženy a pojmenovány dle všeobecně uznávaného používání 
namespace od Adobe. Na obrázku je zároveň i zachyceno vývojové prostředí Flex Builder 3. Vlevo je 
umístěn Flex Navigator – pro procházení adresářu projektu. V dolní liště jsou v TabNavigatoru okna 
Problems (zde jsou vypsány chyby, odhalené při kompilaci), Console (výpis událostí v debug módu), 
Debug (sledování hodnot proměnných během debug módu) a Progress (zobrazující postup operací, 
které Flex Builder momentálně zpracovává). V hlavní  části  je  možno vidět samotný editor  kódu, 
v něm  je  zrovna  editována  mxml  komponenta  Simulator.mxml  –  což  je  nejvyšší  komponenta 
projektu, zvaná jako typ „Aplikace“.
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5 Závěr
Závěrem  by  se  jistě  slušelo  shrnout  vyvinutý  software  ve  finálním  stavu  pro  odevzdání, 
toto shrnutí je rozděleno na tři základní odlišné části:
1)   Zhlediska nároků aplikace na prostředí, ve kterém bude spouštěná.
2) Z pohledu úplnosti řešení, kvality kódu a možností dalšího rozšíření.
3) Porovnání Flexu s případnými alternativními řešeními / technologiemi.
4) Možná práce s aplikací v budoucnu – další vývoj.
5.1 Nároky aplikace
Pokud  je  řeč  o  samotném  spuštění  aplikace,  jak  už  bylo  řečeno  v  kapitole  „Výhody 
implementace“, pdf (dokumentace) i html a swf (aplikace) jsou crossplatformě přenositelné formáty, 
měly by být tedy spustitelné na jakémkoliv OS s nainstalovaným PDF viewerem a SWF playerem. 
Dokumentaci  skutečně  tvoří  jen  jeden  pdf  soubor.  Aplikace  se  skládá  z html,  js  a  swf  souboru, 
v adresáři  assets  jsou  navíc  přiloženy  runtime  načítané  obrázky  a již  několikrát  vzpomínané 
lokalizační a skinové swf soubory. Co se hardwarových nároků týče, s aplikací nebude mít problém 
sebestarší  PC. Jediným nárokem je verze Flash playeru alespoň 10.0 – o velkých změnách právě 
od verze 10.0 bylo již pojednáno v rámci kapitoly „Výhody implementace“ a právě pro tento program 
budou naplno využity.
Co se přeložení dokumentace a aplikace týče, dokumentace je psána v programu OpenOffice 
Writer 3.0, export do pdf je proveden nativním nástrojem softwaru. Samotná aplikace je překládána, 
jak již  bylo  zmíněno,  programem Flex Builder  3 (sdk 3.3).  Lokalizační  prostředí  je  exportováno 
do externích  swf  pomocí  již  zmíněného  ANTu,  k vytvoření  skinů  byl  využit  Photoshop  CS3 
pro vyřezání potřebné grafiky,  dále byla exportována do Illustratoru CS3 (veškerá grafika uložena 
v .ai šabloně skinů), z něj bylo zároveň i vyexportováno výsledné swf skinů, které je StyleManagerem 
runtime načteno a použito přímo ve Flexové aplikaci.
Na obrázku na další straně je hezky vidět vývojové prostředí Flexu a načítání swf skinů. Flex 
má velkou podporu pro skinování i co se vygenerování kódu týče – stačí zadat cestu k swf skinů, Flex 
si  sám  swf  projde,  vytvoří  CSS  soubor,  do  kterého  rovnou  vygeneruje  kód  –  použití  skinů 
pro styleName  definované třídy.  Stačí  tedy jen zajistit  1:1 pojmenování  styleName  u  objektů/tříd 
v aplikaci a u skinů v Illustratoru. O vše ostatní se již Flex postará vlastním generátorem sám, odpadá 
tedy mravenčí práce, důvěrně všem známá například z HTML vs CSS.
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Jak je vidět z obrázku výše, stačí zadat cestu k swf souboru skinů, Flex si ho sám překopíruje 
někam do svého projektu, což je další volitelný parametr, stejně jako název a umístění CSS souboru, 
do nějž bude vygenerován obsah podle swf skinů – použití všech skinů na dané třídy (obecný skin) 
či konkétní styleNames (skin pro styleName komponentu).
Pomocí této technologie lze například řešit i přepínání témat – styly i skiny mohou být nahrány 
i  smazány  runtime,  stačilo  by  mít  například  připraveno  3  ruzná  témata  a ComboBoxem 
v ControllBaru mezi nimi přepínat – aplikace by během vteřiny „přeblikla“ do zcela jiného vzhledu. 
Často je až neuvěřitelné, jak moc lze nejen vzhled, ale i layout aplikace pomocí témat změnit.
Další velkou výhodou při vývoji je bezesporu přepínání mezi módem „Source“ a „Design“ (je 
vidět  mezi  horní  lištou  a  zdrojovým  kódem),  druhý  mód  umožnuje  náhled  aktuálně  otevřené 
komponenty,  což  velice  zjednoduší  případné  dostylovávání  skinů  a  celkovou  práci  se  vzhledem 
a layoutem v celé aplikaci.
Na závěr je nutno podotknout, že bez výše zmíněných nástrojů a nastaveného prostředí 
(například  ANT_HOME systémová  proměnná  atd.)  nelze  jednotlivé  části  projektu  přeložit, 
veškeré nastavení vývojového prostředí trvá cca hodinu.
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5.2 Zhodnocení aplikace
Obecně lze říci,  že výsledná aplikace splnila,  dle názoru autora,  zadání v běžném rozsahu. 
Některé části byly pojaty originálně, v rámci vlastního řešení. Některé funkční prvky aplikace (jako 
například lokalizace,  skinování  nebo manuál  ve  stylu  wikipedie)  dostaly výsledný software  ještě 
o kousek dál, než být „jen“ simulátorem fotoaparátu. Naopak se zcela jistě najdou také místa, kde by 
bylo možno implementovat  řešení úplněji,  to by však vzhledem ke složitosti  ovládání skutečného 
fotoaparátu  výrazně  zvýšilo  časovou  náročnost  celé  bakalářské  práce.  Proto  byly  vybrány 
a implementovány  ty  nejvhodnější  části  tak,  aby  byl  výsledný  program co možná  nejzajímavější 
a nejvýstižněji demonstroval vlastnosti zvoleného fotoaparátu.
Manuál není přímo štěpen na módy „fotografování“ a „prohlížení“, jak stojí v zadání. Byl pojat 
spíše jako „pomocná sekce“ pro samotný trenažer.  Hlavní  výhodou zřejmě bude možnost  do něj 
nahlédnout během práce s trenažerem – ve stejné jazykové lokalizaci, která byla zvolena na začátku 
užívání aplikace a ve které funguje i samotný trenažer. Co se obsahové stránky manuálu týče, byly 
vybrány  ty  nejzákladnější  a  nejpodstatnější  části  ze  zdroje,  tím  byl  oficiální  anglický  manuál 
k fotoaparátu Olympus E510. Nemožnost zabíhat do detailů zřejmě dokazuje i fakt, že jen základní 
verze manuálu má přes 150 stran.
Trenažer  pokrývá ovládání  fotoaparátu v módu focení  –  uživatel  má  možnost  si vyzkoušet 
přepínání jeho módů, zajimavý je především scénický mód, kde je připraveno dohromady 18 různých 
režimů, které by měly pokrýt základní situace, ve kterých je možné fotit. Pro fotografa-začátečníka 
(cílová skupinu pro tento software) je jistě pochopení a zvládnutí  scénického režimu podstatnější, 
než detailní nastavování ve složitém menu fotoaparátu. I proto se mu trenažer nevěnuje. Uživatel má 
možnost si nastavit jeden z pěti obrazů, které vidí při focení na displeji. Těchto pět obrazů je zároveň 
možno vidět v módu prohlížení, který je okrajově rovněž implementován. Trenažer dokáže zoomovat 
a  používat  blesk  při  samotném vyfocení.  Ve  skutečnosti  však  žádnou fotografii  nevytváří,  takže 
ani neukládá. Tato funkčnost by jistě byla zajímavým rozšířením – spolu se snímaním videa na místo 
statické fotky (ať už s podporou případné webkamery v uživatelově PC nebo prostě jen spuštěného 
videa přes displej fotoaparátu). Jako další možné rozšíření se nabízí úplná a detailní verze manuálu 
i trenažeru, která by se věnovala veškerým možnostem práce s fotoaparátem Olympus E510 a také 
reakce  na  změny  provedené  v  nastavení  snímání  obrazu  (módy  focení  či  nastavení  v  menu 
fotoaparátu) na straně trenažeru. Samotná implementace tohoto globálního řešení by však byla časově 
velice náročná a zcela jistě by obsahově přesahovala rozsah bakalářské práce.
Jedno upozornění na závěr – jelikož se nepodařilo najít dostatečně podobný a zároveň 
neplacený font, byl použit jeden, který nepodporuje národní znaky – proto by v lokalizacích 
neměly být národní znaky, dokud nebude nalezen vhodnější font.
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5.3 Alternativní technologie
Jak  již  bylo  zmíněno  v  úvodu  do  použitých  technologií,  mezi  hlavního  konkurenta 
alternativného  řešení  bezesporu  patří  Microsoft  technologie  včele  především  s  jazykem  .NET, 
případně i s technologií Silverlight. Další možná výhodná implementace by jistě byla realizovatelná 
pomocí  JavScriptu,  Ajaxu,  gif  animací  atd.  Tuto  variantu  si  dovolím  degradovat  jako  nejméně 
výhodnou, efektivní a profesionální. Stejně tak bych na tuto úroveň řadil využití samotné technologie 
Flash,  která  má  velký  potenciál,  ale  bez  pomocných  technologií  a  obalení  Flexem  se  nebojím 
připodobnit toto řešení k plítvání zdroji a neefektivnímu vývoji softwaru. 
Takže nám zbývají realizace od Adobe a Microsoftu. Nyní je zřejmě třeba přestat konstatovat 
fakta, ale spíše napsat subjektivní názor. O tomto porovnání již bylo napsáno gigabajty a gigabajty 
textů po celém internetu.  Jednoznačná pravda asi  neexistuje.  Obě technologie  mají  své nesporné 
výhody, díky nimž zastánci té oné myslí, že konkurenta převyšují – pokud nemají přehled o obojím. 
Já osobně, jak už sama implementace této aplikace napovídá, se přikláním k řešení od Adobe. 
To se stalo od roku 2005 skutečným konkurentem Microsoftu (to Adobe koupilo Flash a podobné 
technologie  →  firmu  Macromedia  a  tím  se  stalo  druhým  gigantem  na  úrovni 
Microsoft – v developper odvětví).  Od té doby (sem se i  datuje počátek Flexu) zřejmě obě řešení 
nemají další konkurenci, nicméně Adobe každou novou verzí Flex Builderu i samotného SDK nabírá 
mírnou převahu. Největší náskok na svého soka Adobe získalo především v roce 2008 (první release 
Adobe Air technologie, která zcela jistě převážila misku vah na stranu Adobe). 
Když by bylo třeba podívat se na konkrétní klady Adobe technologie, je zcela jisté, že na každý 
zde  uvedený  klad  by  ortodoxní  zastánce  Microsoftu  našel  protiargument  a ve finále  by  se  tato 
Technická zpráva stala tisíce stránkovým fórem s jediným tématem – Adobe vs Microsoft. I přesto 
si dovolím napsat sem tři nesporně největší klady globálního řešení od Adobe.
1. Cross-platformní  přenositelnost  –  nejen v každém prohlížeči,  ale  i  na  každém operačním 
systému, který má nainstalován Flash player minimálně požadované verze (v našem případě 
10.0), poběží aplikace 100% a bude vypadat pořád všude stejně.
2. SWF formát je velice rozšířený, má  ho drtivá většina uživatelů,  takže ve většině případů 
uživatel nebo muset pro rozběhnutí aplikace dělat vůbec nic.
3. Díky  již  oslavované  aplikaci  Adobe  Air  by  bylo  například  možné  se  současné  webové 
aplikace během jednoho dopoledne udělat desktopovou, instalovatelnou, aplikaci.
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5.4 Práce s aplikací v budoucnu
V tomto závěrečném shrnutí bych se rád podíval na zhodnocení aplikace z hlediska možných 
rozšíření, dalšiho případného vývoje a zobecňování. Toto téma je pro mě velice příjemné, protože 
pokud bude nějaký důvod se k další práci na projektu vrátit – ať už v rámci rozšíření na diplomovou 
práci nebo soukromého vývoje ve spolupráci s panem docentem Kunovským – budu velice rád, práce 
na projektu byla, dle mého názoru, velice zábavná a snad i smysluplná. Další možné úpravy a vývoj 
rozdělím do následujících částí, o kterých by bylo vhodné napsat.
Přidání další jazykové mutace
Zřejmě největší chlouba aplikace – další jazyk lze v následujících třech krocích přidat, aniž 
by bylo třeba v aplikaci  cokoliv upravovat (nyní  funguje aplikace v cs a en lokalizaci,  uvažujme 
přidáni ru):
1) Přidání  lokalizovaných  textů  –  vytvoření  simulator/bundles/ru_RU  adresáře,  do  něj 
by bylo třeba zkopírovat .properties soubor z již existující lokalizace (například en) a jen 
v něm přeložit z en do ru).
2) Přidání  lokalizovaných  obrázku  manuálu  v  dalším  jazyce  –  vytvořit  nové  umístění 
v simulator/assets/manual/ru_RU/basicGuide.
3) V Simulator.mxml třídě přidat lokalizaci do pole locales.
4) Stačí znovu pustit aplikaci a je již možné využít ruskou lokalizaci.
Nový model fotoaparátu
Pokud by bylo třeba změnit model fotoaparátu, kterému se aplikace věnuje – ať už z důvodu 
vydání  nové  verze  (například  model  E520),  díky  vytažení  veškerých  dat  –  grafika,  ikony 
i texty – mimo samotnou aplikaci by tento přechod neměl zabrat více než pár hodin času.
Pokud  je  řeč  o  změně  typu  či  dokonce  výrobce  fotoaparátu,  změny  by  samozřejmě  byly 
zásadnější  a  muselo  by  se  sáhnout  i  do  samotné  kostry  a  struktury  aplikace.  Zřejmě  žádná 
implementace  neumožňuje  udělat  minimální  změny  při  tomto  rozsahu  změny  tématu.  Troufám 
si odhadnout, že by bylo použito cca 70% aplikace a 30% by se muselo předělat či poupravit.
Komplexnější trenažer i manuál
Zřejmě  nejaktuálnější  problém v  případě  dalšího  vývoje  –  obsažení  větší  části  funkčnosti 
trenažeru, ale i hlubší a konkrétnější informace v manuálu.
Desktop aplikace – tomuto tématu už bylo věnováno dostatek řádku – Adobe Air
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