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Abstract. N-version programming is one of the most common techniques which is used to 
improve the reliability of software by building in fault tolerance, redundancy and decreasing 
common cause failures. N different equivalent software versions are developed by N different 
and isolated workgroups by considering the same software specifications. The versions solve 
the same task and return results that have to be compared to determine the correct result. 
Decisions of N different versions are evaluated by a voting algorithm or the so-called voter. In 
this paper, two of the most commonly used software voting algorithms such as the majority 
voting algorithm and the consensus voting algorithm are studied. The distinctive features of N-
version programming with majority voting and N-version programming with consensus voting 
are described. These two algorithms make a decision about the correct result on the base of the 
agreement matrix. However, if the equivalence relation on the agreement matrix is not satisfied 
it is impossible to make a decision. It is shown that the agreement matrix can be transformed 
into an appropriate form by using the Boolean compositions when the equivalence relation is 
satisfied. 
1.  Introduction 
N-version programming provides a high level of reliability and fault tolerance for software and 
prevents the software from getting into fatal failures [1]. N-version programming has proven the 
efficiency in solving a wide range of software engineering problems [2, 3]. N-version programming 
assumes independent generation of a number of functionally equivalent versions according to the 
software input-output specification. Software versions in the N-version software implement different 
methods and algorithms solving the same problem. This approach ensures that an error or a fault of 
one of the software versions will not lead to disruption of the work of the software in general [4]. This 
property is very important for the systems which are characterized by high demands on reliability and 
availability. Thus, N-version execution of software allows one to compensate and mask failures or 
faults of certain software versions, and thus provide fault tolerance and guarantee the achievement of 
the objective functions of the software. 
N-version programming is based on software redundancy. N different software versions are 
implemented by applying the principle of diversity. When using the N-version approach, there is a 
possibility that the versions may return different results (outputs). In this case, there arises the problem 
to determine which results are valid and which are faulty. This problem can be solved by the use of 
appropriate voting algorithms. It is obvious that the decision of the voting algorithm determines the 
  
 
 
 
 
result of N-version software.  
At present, many voting algorithms have been proposed in the literature. Voting algorithms differ 
from each other in the work scheme and the dependency to initial data. Selecting the suitable voting 
algorithm for the given data set is vital. It may be noted that the voting algorithms based on a 
comparison of the versions’ output are efficient and intuitive. However, the application of such 
algorithms requires partitioning data into subsets where elements are equivalent to each other. Such 
partition in some cases is difficult due to inconsistency of partitions. 
In this study, two fundamental voting algorithms that can be applied in N-version software are 
discussed. These algorithms are N-version programming with majority voting (NPV-MV) and N-
version programming with consensus voting (NVP-CV). For detailed information about these 
algorithms, the readers can be referred to [3], [5-18].  
 
2.  Distinctive features of the voting algorithms 
The distinctive features of N-version programming with majority voting and N-version programming 
with consensus voting are as follows. 
Feature 1. The most important point in making the decision on selecting the correct set of outputs 
relies on the construction and analysis of the agreement matrix. The agreement matrix is a square 
Boolean matrix with N  N dimensions (where N is the number of versions). The agreement matrix 
reflects the equivalence of each output to other outputs. The elements of agreement matrix R are 
calculated as follows: 
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where i indicates the row and j indicates the column of the agreement matrix; xi and xj are the outputs; 
 is the tolerance value, checked for equivalence. 
Feature 2. The following additional requirements are applied to the agreement matrix. Equivalence 
relation on agreement matrix R should be satisfied. This relation includes reflexivity, symmetry and 
transitivity properties, respectively:  
,,1 irii                                                                        (2) 
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Performing such requirement is necessary to solve the inconsistent partitioning problem [10]. 
Feature 3. If the equivalence ratio (2)-(4) is not satisfied, the Boolean compositions must be applied 
to the agreement matrix [19]. Execution of the Boolean compositions should be realized as long as the 
equivalence relation is not satisfied. In fact, reflexivity and symmetry properties in the agreement 
matrix are always performed. In the general case, only the one feature of transitivity cannot be 
realized. The relation, in which only the properties of reflexivity and symmetry are realized, is called 
tolerance relation [19]. In work [19], it is shown that if a valid relation is performed on the agreement 
matrix and then no more than N – 1 of the Boolean matrixes, we get the agreement matrix, on which 
the equivalence relation (2)-(4) is satisfied. Here, N is the number of versions, and accordingly the 
number of columns and rows in the agreement matrix.  
3.  Boolean compositions on the agreement matrix 
The aim of the Boolean compositions on the agreement matrix is to transform the agreement matrix 
into a proper form where the equivalence relation is satisfied. In general, the operation of the Boolean 
composition which is defined for matrixes is as follows: 
For given matrixes A and B; all elements of matrix A, aij takes values 0 or 1, and all elements of 
matrix B, bij takes values 0 or 1. Then the Boolean composition of matrixes A and B is as follows: 
  
 
 
 
 
)(  where,
1
kjik
N
k
ij bacBAC 

  
where cij represents the elements of the resulting matrix,   represents a function of logical “or” and 
  represents a function of logical “and”. 
To satisfy the equivalence relation (2)-(4) on agreement matrix R, it is necessary to have the 
consequent implementation of Boolean compositions of R with itself based on the following principle: 
11 ,...321  NQRRRRE Q ,                                        (5) 
where Е is the agreement matrix, on which the equivalence relation is satisfied, Q is the number of 
consequent Boolean compositions, N is the number of versions; RR 1 , RRR 2 , ,… 
Thus, if the equivalence relation is not satisfied on agreement matrix R, then it is necessary to 
perform one Boolean composition: 
RRRE 2 .                                                                 (6) 
In case if the equivalence relation is not satisfied on resulting modified agreement matrix E
2
, then it 
is necessary to perform the following Boolean composition: 
323 RERRRRRRE   . 
The application of Boolean compositions is illustrated by an example in the next section.  
4.  Application of Boolean compositions 
Let us suppose that for some module of N-version software, the number of versions is N = 5, the 
tolerance value is  = 0.0005, and the following outputs have been obtained: {1.5531; 1.5533; 1.5544; 
1.5546; 1.5537}. The agreement matrix calculated according to formula (1) is shown in Figure 1. 
 
R = 
 x1 x2 x3 x4 x5 
x1 1 1 0 0 0 
x2 1 1 0 0 1 
x3 0 0 1 1 0 
x4 0 0 1 1 0 
x5 0 1 0 0 1 
Figure 1. The agreement matrix. 
 
The equivalence relation for the agreement matrix given in Figure 1 is not satisfied, because the 
property of transitivity is not satisfied (r12 = 1 and r25 = 1, but r15 ≠ 1). On the basis of agreement 
matrix R, it is not possible to make a decision using NVP-MV or NVP-CV algorithms. Therefore, an 
operation of Boolean compositions shall be performed according to formula (6). Calculation of R
2
 is as 
follows: 
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On modified agreement matrix E
2
, the equivalence relation (2)-(4) is performed, and hence, the 
decision can be made using the NVP-MV or NVP-CV algorithm. 
5.  N-version programming with majority voting algorithm (NVP-MV) 
Let us assume that there are N different software versions for the use of N-version programming. The 
output values returned by each version are indicated with x1, x2, …, xN. After setting tolerance value , 
the algorithm is as follows: 
Step 1. Construct agreement matrix R.  
The agreement matrix is constructed according to formula (1). 
Step 2. Check the equivalence relations on agreement matrix R.  
On the agreement matrix, the equivalence relation must be satisfied in accordance with (2)-(4). If 
the equivalence relation is satisfied, then go to step 4, otherwise, go to step 3. 
Step 3. Perform the Boolean compositions.  
The Boolean composition (5) is performed until the equivalence ratio (2)-(4) for agreement matrix 
R will not be satisfied.  
Step 4. Define the set of correct outputs.  
In each row of the agreement matrix, the number of units is calculated. Yi indicates the number of 
units in row i. If there is such row i, which satisfies: 
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then the set of correct results is generated from those results, which correspond to units in row i. 
Operator    in (7) means “ceiling”, its result is greater than or equal to the argument of the ceiling 
operator. The principle of selecting the results of the versions is illustrated in Figure 2, where A is the 
set of correct results. 
  
 
 
 
 
 
Figure 2. Selecting the correct answers from the agreement matrix. 
 
6.  N-version programming with the consensus voting algorithm (NVP-CV) 
Let us assume once again that there are N different software versions for the use of N-version 
programming. The output values returned by each version are indicated with x1, x2, …, xN. After 
setting tolerance value , the algorithm is as follows: 
Steps 1-3 of this algorithm are similar to steps 1-3 of the majority voting algorithm (NVP-MV). 
Step 4. Define the set of correct outputs.  
In each row of the agreement matrix, the number of units is calculated. Yi indicates the number of 
units in row i. Next, the row in which the Yi is maximal is selected. The set of correct results is 
generated from those results which correspond to the units in row i. The main reason of selecting the 
results of the versions is similar to the one that is illustrated in Figure 2. If the agreement matrix 
contains more than one row in which the number of units is maximal, then the row can be selected 
randomly.  
It should be noted that NVP-CV algorithm produces a result in any case, even if there are no 
consistent versions. The algorithm returns the output selected randomly. 
7.  Conclusion 
N-version programming use redundant software components which are developed following design 
diversity rules [20].Redundant software versions solve the same task in different ways implementing 
diverse algorithms written in different programming languages by different developer teams. Diversity 
of the versions brings us slightly or totally different results. Thus, it is necessary to analyze the 
versions’ results and determine the correct one. This analyzing mechanism in N-version software is 
the voter. Voting algorithm plays a crucial role as far as it determines the result of N-version software 
in general. 
This paper considers two well-known voting algorithms, N-version programming with majority 
voting (NPV-MV) and N-version programming with consensus voting (NPV-CV) that can be 
implemented in N-version software. Both these algorithms make a decision about the correct versions’ 
result based on the agreement matrix. The agreement matrix reflects the equivalence of the result of a 
version to other versions’ results. In such case, the equivalence relation on the agreement matrix is 
satisfied and it is impossible to make a decision. However, applying the Boolean compositions on the 
agreement matrix it is possible to transform the agreement matrix into a proper form where the 
equivalence relation is satisfied. 
This paper describes the distinctive properties of N-version programming with majority voting and 
N-version programming with consensus voting. It provides the theoretical basis of the Boolean 
composition application and an example of the application of Boolean compositions to an agreement 
matrix. Finally, the steps of the algorithms of N-version programming with majority voting and N-
version programming with the consensus voting are given. The authors support it with Boolean 
composition application to allow one to decide on correct result of versions’ outputs.  
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