Abstract. The Bluetooth wireless technology realizes a low-cost shortrange wireless voice-and data-connection through radio propagation. Bluetooth also has a security architecture. In this paper, we focus on the key agreement protocol, which is the most critical part of this security architecture. Several security flaws have been identified within the Bluetooth protocols: an attacker can track users by monitoring the Bluetooth hardware address, all keys depend on a low-entropy shared secret (the PIN), there are some very easy to perform Denial of Service attacks. We propose a new initialization mechanism for the key agreement protocol of Bluetooth. This improved pairing protocol can be easily extended so that it will not only solve the dependency of the keys on the PIN, but also the location privacy problem and an important Denial of Service attack. Our solution is user friendly and energy-efficient, two essential features for Wireless Personal Area Networks (WPAN).
Introduction
In February 1998, the Bluetooth Special Interest Group (SIG) [1] was founded by some major players in the telecommunications and network industries: Ericsson, IBM, Intel, Nokia and Toshiba. In the next 6 years, several other companies joined the SIG and now there are already more than 3000 members. The major task of this organization was the creation of the Bluetooth specification which describes how mobile phones, computers, PDAs, headsets and other mobile devices can communicate over a wireless link with each other. In June 2000, the Bluetooth standard was included in IEEE 802.15 [2] , the Wireless Personal Area Network (WPAN) Working Group.
The Bluetooth wireless technology [3, 4] realizes a low-cost short-range wireless voice-and data-connection through radio propagation. With a normal antenna, the maximal range is about 10 m. The Bluetooth wireless technology uses the 2.4 GHz band, which is unlicensed, and can be used by many other types of devices. Any device designed for use in an unlicensed band should provide robustness in the presence of interference, and the Bluetooth wireless technology has many features to achieve this, including spread spectrum and frequency hopping. Every time a Bluetooth wireless link is formed, it is within the context of a piconet. A piconet consists of maximally 8 devices that occupy the same physical channel. In each piconet, there is one master, the other devices are called slaves. The theoretical maximum bandwidth is 1 Mbit/s. The real bandwidth is lower because of forward error correction. One of the main differences between Bluetooth and some other wireless technologies is the ability to connect different types of devices (e.g., a mobile phone with a PDA).
We now briefly discuss the security architecture of Bluetooth and give an overview of its main security weaknesses. Next, a new initialization mechanism (also called pairing in the Bluetooth standard) is proposed. This improved pairing protocol solves the dependency of the keys on the PIN. Our main contribution is the extension of the protocol, which will make Bluetooth robust to a critical Denial of Service attack and which addresses the location privacy problem.
The Bluetooth Key Agreement Protocol
The key agreement protocol [5] is a crucial part of the security architecture of Bluetooth [6] . Suppose that two Bluetooth devices, called A and B, want to communicate securely (in the rest of this paper, we will assume that A initiates the communication). Initially these devices do not share a secret. They perform a key agreement protocol to generate a link key and an encryption key. The latter is feeded to the stream cipher E 0 . The process of generating a shared secret is called pairing (two Bluetooth devices are paired when they share a key which can be used to communicate securely).
Generation of the Unit Key
When a Bluetooth device is turned on for the first time, it calculates a unit key. This is a key that is unique for every device and that is almost never changed. It is stored in non-volatile memory. The unit key is only used if one of the devices does not have enough memory to store session keys (see also Sect. 2.4 for more details). It is generated as follows: first, the device computes a random number RAND. The unit key is based upon this random number and the Bluetooth hardware address (which is a factory-established parameter unique for every device).
Generation of the Initialization Key
At the start of a communication session, the Bluetooth devices do not yet share a session key. This will be achieved in different steps. First, an initialization key is generated. This temporary key is a function of a random number IN RAND (generated by A and sent to B in clear), a shared PIN and the length L of this PIN. The PIN should be entered in both devices. The length of the PIN can be chosen between 8 and 128 bits. Typically, it consists of 4 decimal digits. If one of the devices does not have an input interface, a fixed PIN is used (often, the default value is 0000). This procedure is shown in Fig. 1 . The result is a temporary shared key (the initialization key). Note that a low-entropy shared secret (the PIN) is used to generate the (initialization) key. An eavesdropper which is present during initialization, will know the random number IN RAN D. Fig. 1 . Generation of the initialization key
Mutual Entity Authentication
Each time a new shared key is generated (an initialization key ( §2.2) or a link key ( §2.4)), both devices perform a mutual authentication protocol. The authentication scheme is based on a challenge-response protocol. This protocol is performed twice. First, B authenticates itself to A, as shown in Fig. 2 
Generation of the Link Key
Both devices now share an initialization key. This key will be used to agree on a new, semi-permanent key (called the link key). The link key will be stored on both devices for future communication. Depending on the memory constraints of both devices, the link key can be the unit key of the memory-constrained device or a combination key derived from the input of both devices (Fig. 3) .
If the unit key of device A is the link key, it is transmitted encrypted from A to B. This encryption is done by XOR'ing the unit key of A with the initialization key.
If the link key is a combination key, then both devices first generate a random number LK RAND. These random numbers are encrypted with the initialization key and sent to the other device. Now they both calculate
. The combination key K AB is the XOR of LK K A and LK K B . This is shown in Fig. 3 . Algorithm E 21 is based on the SAFER+ block cipher, with some small modifications. After the generation of the link key, the (old) initialization key is definitively discarded and a mutual authentication is started with the exchanged link key that is shared between both devices (this has already been discussed in Sect. 2.3). The procedure shown in Fig. 3 is also carried out when a new link key is computed. The only difference is that the random numbers LK RAN D are encrypted with the old link key. After the generation of the new link key, the old one will be discarded. 
Generation of the Encryption Key and the Key Stream
After a successful generation of the link key and execution of the mutual authentication protocol, the encryption key can be generated. A generates a random number EN RAN D A and sends this to B. Both devices generate the encryption key
The COF value (Ciphering Offset Number ) is the ACO value which was generated during the mutual authentication protocol. However, if the encryption key is used for broadcast, then the COF is the concatenation (denoted by ||) of the Bluetooth hardware address of the sender with itself (so COF = (ADDR||ADDR)). The encryption key K C has a length of 128 bits, but its length can be reduced to an encryption key K C if necessary. Finally, the encryption key K c (or the length-reduced key K C ) is fed to the encryption scheme E 0 together with the Bluetooth hardware address and the clock of the master. The result is the key stream K cipher . The master clock is used in order to make the key stream harder to guess.
Security Weaknesses
There are several security weaknesses in the Bluetooth standard [6, 7] . We now give an overview of the most important security problems.
Unit Key
The unit key is used if one of the Bluetooth devices does not have enough memory to store session keys. This key is stored in non-volatile memory and almost never changed. As already described in Sect. 2.4, the unit key is sent encrypted (with the initialization key) to the other device. The result is the following weakness: if A has sent its unit key to device B, then B knows the key of A and can impersonate itself as A to a device C. This impersonation attack is impossible to detect. It is strongly recommended to avoid the use of unit keys.
Location Privacy
When two or more Bluetooth devices are communicating, the transmitted packets always contain the Bluetooth hardware address of the sender and the receiver. When an attacker eavesdrops on the transmitted data, he knows the Bluetooth addresses of these devices. The attacker does not have to be physically close to the communicating devices, (s)he can use a device with a stronger antenna (e.g., it is very easy to construct an antenna which can intercept Bluetooth communication from more than one mile away [8, 9]) or just place a small tracking device near the two Bluetooth devices.
This way, the attacker can keep track of the place and time these two devices were communicating. This is a violation of the privacy of the user. The location information can be sold to other persons and used for location dependent commercial advertisements (e.g., a shop can send advertisements to everybody that is near the shop). It should be possible for the user to decide when his location is revealed and when not.
Security Depends on Security of PIN
The initialization key is a function of a random number IN RAN D, a shared PIN and the length L of the PIN. The random number is sent in clear and hence known by an attacker that is eavesdropping during the initialization phase. This means that only the PIN is a secret value. If an attacker obtains the PIN, (s)he knows the initialization key. It even gets worse: since all the other keys are derived from the initialization key, they will also be known by the attacker. Hence the security of the keys used in Bluetooth depends on the security of the PIN. If this value is too short or weak (e.g., 0000), it is very easy for an attacker to guess the PIN (and hence the initialization key).
Note that it is possible to verify a guess of the PIN. The reason is that a mutual authentication protocol is executed after the generation of the initialization key. If an attacker observes this protocol, (s)he obtains a challenge and the corresponding response. The attacker calculates for every guess of the PIN the corresponding response and when this is equal to the observed response, the guess of the PIN was correct. The shorter the PIN, the faster this brute force attack can be carried out. Shaked and Wool showed that this attack can be optimized by employing an algebraic representation of SAFER+, the cryptographic primitive used in the mutual authentication protocol [10] . The authors state that a PIN of 4 digits can be cracked in less than 0.06 seconds on a standard PC. This is a very critical security problem. To solve it, we have to change the initialization procedure. The combination of a mutual authentication protocol and the generation of keys from low-entropy secrets will always be insecure. In the next section, we will suggest to use another pairing protocol. The goal is to improve the security, without changing the Bluetooth standard too much.
Denial of Service Attacks
Mobile networks are always vulnerable to Denial of Service (DoS) attacks. They consist of mobile devices and these devices are often battery powered. Bluetooth is no exception. An attacker can send dummy messages to a mobile device. When this device receives a message, it performs some computation, which consumes battery power [11] . After some time, all battery power will be consumed. This exhaustion of the battery power is called the sleep deprivation attack [12] . This attack is almost impossible to prevent.
There are also some Denial of Service attacks caused by implementation decisions. A nice example is the black list which is used during the mutual authentication protocol. To avoid that a device would start the authentication protocol over and over again (and eventually guess the correct PIN), each device has a black list of the Bluetooth addresses of the devices which failed to authenticate themselves correctly. These devices can not start an authentication procedure during some period. Candolin discovered that this mechanism can be exploited in several Denial of Service attacks [12] . An attacker can try to authenticate itself to device A, but change every time its Bluetooth hardware address. All these authentication attempts will fail and the black list of A will become quite large. If there is no upper limit on this black list, the entire memory of A will be filled with the entries of the black list and device A will crash. This is not the only DoS attack. Suppose device B wants to authenticate itself to A. After A has sent a challenge to B, the attacker sends a wrong response to A using the Bluetooth address of B. The authentication will fail, B will be put on the black list of A and the (correct) response of B will be ignored by A. The attacker keeps repeating this attack and B will never be able to authenticate itself successfully to A. Note that the same result could be obtained by jamming the radio signal, but the Denial of Service attacks described above are much easier to perform.
Other Security Problems
Bluetooth uses the encryption algorithm E 0 . This stream cipher has some security flaws [13] [14] [15] [16] [17] [18] . A lot of attacks on E 0 are published, but most of these attacks do not work on the algorithm which implements E 0 in Bluetooth. There are however some exceptions. The fastest and most practical known-plaintext attack on the Bluetooth encryption scheme is recently found by Vaudenay [19] . The attack is based on a recently detected flaw in the resynchronization of E 0 , as well as the investigation of conditional correlations in the Finite State Machine (FSM) governing the keystream output of E 0 . This attack finds the original encryption key for two-level E 0 using the first 24 bits of 2 23.8 frames and with 2 38 computations. Another security flaw is that there are no integrity checks. An attacker can always modify a transmitted Bluetooth packet. There are also some security problems in the challenge-response protocol, but this is a theoretical issue and not within the scope of this paper.
A Secure Initialization Mechanism for Bluetooth
One of the most important security problems of Bluetooth is the generation of the initialization key. The security depends on the security of the PIN. One could replace this weak initialization mechanism by an advanced pairing protocol. J.H. Hoepman has designed several pairing protocols that make use of an extra secure communication channel that is shared between both (Bluetooth) devices [20, 21] . This extra communication channel can be private and/or authentic. A private channel is a confidential communication channel and when two devices share an authentic channel, they know that only the other device could have sent a certain message. There are however some small practical problems. Bluetooth devices are typically energy-constrained, and cannot perform the modular exponentiations used in these pairing protocols. Moreover, in the most general scenario, the two Bluetooth devices only share one secure communication channel, being the user itself. The user can be considered as a very low-bandwidth secure channel. The secure communication channels used in the pairing protocols of Hoepman need a much higher bandwidth.
So we need a more efficient solution. Our improved pairing protocol combines the ideas of Hoepman with Elliptic Curve Cryptography (ECC ) [22] , temporary random addresses and Manual Authentication (MANA) protocols. In a MANA protocol, the user is considered to be a private and authentic communication channel, used to authenticate some data [23, 24] . Our improved pairing protocol is efficient, user-friendly and it solves some critical security problems of Bluetooth. It is particularly designed to improve security, without renouncing the userfriendliness.
Improved Pairing Protocol
Definitions and assumptions: We use the following notation in the description of the protocol. A and B are the two Bluetooth devices that execute the pairing protocol. −→ denotes sending a message using the Bluetooth technology. After the execution of the pairing protocol, the devices will share a temporary, random identifier R. When the devices are working in anonymous mode (which should be the default security mode), the headers of the packets sent via Bluetooth will not contain the Bluetooth hardware addresses. All messages (also after the execution of the pairing protocol) are broadcasted, but will contain the temporary identifier R.
denotes an action performed by the user (pressing a button or entering a number on the input interface of the device). The user is modeled as a private and authentic low-bandwidth communication channel. A and B will carry out the Diffie-Hellman protocol in the group of points defined by an elliptic curve E over a finite field [22, 25] . We will assume that the Bluetooth devices already share this elliptic curve E and a point P on this curve (e.g., all devices in the same piconet will share the same parameters). We recommend an elliptic curve key size of 160 bits.
n are two pairwise independent cryptographic hash functions that map a point p on the elliptic curve E to a n bit string. Typically, n will be equal to 128 (to be compatible with the current Bluetooth standard). In practice, both hash functions can be derived from a single hash function h using the equation h i (m) = h(m i) (where denotes the concatenation of bits) [20] .
q is a check-value function that maps a message m from a message space M , a point p on an elliptic curve E, and a key k from a key space K, to a q bit string (which is called the check-value). In order to provide a high level of security, the collision probability of the output of the check-value function (for a fixed key k) must be low. A key length of 16-20 bits and a check-value length of 16-20 bits is sufficient [23, 24] .
n is a MAC (message authentication code) function that maps a point p on an elliptic curve E, a message m from a message space M , and a key k from a key space K, to an n bit string. The key length of the MAC function should be 128 bits (or larger) to provide a high level of security. The NESSIE project [26] has published a list of several secure MAC algorithms. 
1.
A and B start the pairing protocol. This is normally achieved by the user pressing a button on both devices. From this moment on, both devices are in "pairing-mode" and will not ignore communication from unknown devices anymore. 2. A chooses a random secret a and computes the point aP on the elliptic curve E. B chooses the secret b and computes bP . A also generates a random, temporary identifier R which will replace the Bluetooth hardware addresses. Finally, A generates a random, one-time key k and uses this key k to compute the check-value s of (aP, R). The length of k and s is around 16-20 bits (so only 4 or 5 hexadecimal digits). 3. The MANA 1 protocol is executed to authenticate the data D = (aP, R) (other MANA protocols could also be used in our pairing protocol). This requires the following steps: k and s are shown on the output interface of device A and the user enters them on the input interface of device B. As both numbers consist of only 4 or 5 hexadecimal digits, this is not very cumbersome. 4. A broadcasts the data D = (aP, R). All devices will receive this message, but only the devices which are in "pairing-mode" will store D in temporary memory. The other ones will just ignore this message. Note that this step could also be executed before step 3. 5. For every message D = (aP, R) it receives, B computes the check-value and compares it with the value s that the user has entered in step 3. If the check-value is correct, B computes the point abP on the elliptic curve E. This Diffie-Hellman key is mapped to an initialization key (called key in Fig. 4 ) and a MAC-key x. B stores the entry (R, key) in a table. This table contains the temporary identifiers and the keys used for communication with trusted (paired) devices. Next, it generates the check-value t and the MAC-value u (see Fig. 4 ). Finally, it broadcasts the triplet (R, bP, u) using Bluetooth. The check-value t is entered on the input interface of device A. 6. A waits until it receives a triplet that contains the identifier R (all other messages are ignored) and first verifies the check-value t. When t is correct, A computes the point abP on the elliptic curve E and maps it to an initialization key (called key in Fig. 4 ) and a MAC-key x. Finally, after successful verification of the MAC-value u (using the key x), the entry (R, key) is stored in a table used for communication with trusted (paired) devices. Note that the verification of the check-value t prevents a Denial of Service attack. An attacker could send random messages containing the identifier R and force A to perform many point-multiplications on the elliptic curve E. Such a point-multiplication has an average energy cost of 300 mJoules [11] . This attack would hence exhaust the battery power of A very fast. That is why the Diffie-Hellman protocol is only executed after the verification of the check-value t. 7. The devices A and B are now paired and share a temporary identifier R and an initialization key. Next, they will perform the mutual authentication protocol and generate a link and encryption key (see Sect. 2). Communication going from A to B (or vice versa) will contain R (and no Bluetooth hardware addresses). The identifier R is meant to be used permanently as the new hardware address (i.e. not just for key agreement but also for all data packets).
Evaluation
We will now evaluate the (security) properties of our pairing protocol and show how it solves the aforementioned security problems of Bluetooth.
When the Bluetooth devices are working in anonymous mode (which should be the default security mode), location privacy is not an issue anymore. After a successful execution of the pairing protocol, the two (paired) Bluetooth devices share a temporary, random identifier R. All transmitted data packets contain this identifier R, and no other identification data. It is impossible for an attacker to link R to the Bluetooth hardware addresses of the sender and/or receiver of a Bluetooth packet. To avoid tracking, R is updated regularly (e.g., every time the two devices generate a new link key). The length of R should be 48 bits (to be compliant with the Bluetooth standard [4] ). As R is chosen randomly, the probability of a collision is very small. Replacing the fixed Bluetooth hardware address by a temporary random identifier R has however some important consequences. The generation of the hopping sequence, which normally uses the Bluetooth hardware address of the master device as input, has to be modified.
Any input can be used, as long as it is publicly known by all devices in the neighborhood (e.g., something that is broadcast during the inquiry phase). As this problem is not security related, we will not focus on it anymore.
The security of the keys no longer depends on the security of the PIN. The two devices carry out a Diffie-Hellman protocol on an elliptic curve and map this point to an n bit string (which will be the initialization key). The consequence is that the strength of the initialization key depends on the security properties of the Diffie-Hellman protocol on an elliptic curve and the hash function that maps a point on this curve to a bitstring (e.g., one could take the x-coordinate of the point and then apply a hash function). By carefully selecting a collision resistant hash function and an elliptic curve with good security properties, it will be computationally very hard for an attacker to obtain the initialization key (and hence the other keys). The reason is that the elliptic curve discrete logarithm problem (on a "good" curve) is a computationally difficult problem [22, 25] . Therefore, our pairing protocol improves the overall security dramatically. The same level of security can not be obtained by using a PIN to generate a session key, even if the PIN is updated frequently.
In our scheme, the PIN is replaced by a short key k and the check-values s and t. All are relatively short (4 or 5 hexadecimal digits). So our pairing scheme is almost as user-friendly as the original pairing protocol used in Bluetooth.
An attacker obtaining k and s can perform a substitution attack. This man-inthe-middle-attack is done by first searching for a data string D = (a P, R ) that satisfies the property CV k (a P, R ) = CV k (aP, R) and a data string that satisfies the property CV k (R , b P ) = CV k (R, bP ). The attacker then substitutes the message D = (aP, R) (sent in step 4 of the pairing protocol) by D = (a P, R ) and hence forces B to compute the point a bP . Finally, the attacker generates a random value b , calculates u = M AC x (b P, R), and sends the triplet (R, b P, u ) to A, which will compute the point ab P . As a result of this substitution attack, the attacker shares a key h 2 (ab P ) with A and a key h 2 (a bP ) with B. However, both devices think that they share an initialization key with each other. Note that an attacker cannot verify a correct guess of k. This value is only used to authenticate the date D. So this substitution attack is less critical than the PIN guessing attack of the original pairing protocol of Bluetooth (see Sect. 3)! The use of a blacklist was included in the Bluetooth security architecture to avoid repetitive authentication attempts in which an attacker can verify a guess of the PIN. After a relatively short amount of time, the attacker would find the correct PIN. This was avoided by the use of a blacklist. The problem is that this list can be abused in a Denial of Service attack. In our pairing protocol, the attacker can not verify a guess of the short key k and the check-value s. So we no longer need the blacklist. Other Denial of Service attacks are still possible (e.g., the sleep deprivation attack), but this can not be prevented in mobile ad-hoc networks.
Our pairing protocol is not only user-friendly, it is also quite energy efficient. The most energy consuming cryptographic operation in the pairing protocol, is carrying out the Diffie-Hellman protocol in the group of points defined by an elliptic curve. One of the advantages of working in this group, is the fact that it is a factor 3 more efficient than performing (standard) Diffie-Hellman in the multiplicative group Z * p [11, 27] ( Z * p = {a | 1 ≤ a ≤ p − 1} with p a large prime). If one increases the key length, elliptic curve cryptography becomes even more efficient compared to standard Diffie-Hellman. Another advantage of elliptic curve cryptography is a shorter key length (160 bits, which is equivalent to standard Diffie-Hellman [28] with a key length of 1024 bits [29] ). However, it can still be a very demanding operation for mobile devices with limited resources. Fortunately, the pairing protocol is only executed the first time two Bluetooth devices want to communicate securely. So if the mobile device with limited capacities does not have to make too many new (secure) connections, this will not form a problem. Besides, the cost of computation power decreases every year (devices get more powerful). Symmetric cryptography would be a more efficient solution, but the price one would have to pay, is user-friendliness (if one wants to achieve a high level of security), unless there would be extra communication channels available with medium or high bandwidth. In that case, other pairing protocols could be used to securely initialize a Bluetooth connection [20, 21, 30] . Our protocol assumes that at least one device has an input interface (device B) and one device an output interface (device A). However, some Bluetooth devices do not have an input/output interface (e.g., wireless headset). In this case, one can not use the user as a secure communication channel and other pairing protocols have to be used. Unfortunately, this probably requires some hardware changes (e.g., the presence of an infrared port on the device).
Conclusion
We have given a short overview of the key agreement protocol in Bluetooth. This is the most important part of the security architecture. Unfortunately, there are several security flaws in the Bluetooth standard. We focussed on three critical problems: the ability of an attacker to track users by monitoring the Bluetooth hardware address, the fact that all keys depend on a low-entropy shared secret (the PIN) and the Denial of Service attack that exploits the use of a black list. Recently, the new Bluetooth standard (version 2.0) was published, but unfortunately all security problems are still present in this new standard.
In this paper, we proposed a new initialization mechanism for the key agreement protocol of Bluetooth. This improved pairing protocol can be easily extended so that it will not only solve the dependency of the keys on the PIN, but also the location privacy problem and the black list attack. Our solution takes into account that Bluetooth devices are often memory-and energy-constrained. It combines the ideas of other pairing protocols, Elliptic Curve Cryptography, temporary random addresses and Manual Authentication protocols. Another important feature of our protocol is its user-friendliness. The user only has to enter three small numbers (4 or 5 hexadecimal digits each). Our solution is particularly designed to improve security, without renouncing the user-friendliness. If there are extra communication channels with medium or high bandwidth available, or if the devices do not have an input/output interface, other pairing protocols could be used as well to securely initialize a Bluetooth connection.
