Perancangan Dan Pembuatan Perangkat Lunak Sistem

Inventori Terdistribusi Dengan Menerapkan Object

Relational Database Management System Pada Oracle 9i by Setyaningtyas, Anita
1 1111. PE.RIItUS TAI'I. .AAN 
tNSTITUT TEtU•Ol.OGI 
5f~LUt1 - HO,.fiiiER 
"2.- '-/ 
PERANCANGAN DAN PEMBUATAN PERANGKAT LUNAK 
SISTEM INVENTORI TERDISTRIBUSI DENGAN 
MENERAPKAN OBJECT RELATIONAL DATABASE 
MANAGEMENT SYSTEM PADA ORACLE9i 
Rtlf 
0tx .' 
S'e.,t 
f=l 
Joo3 
TUGAS AKHIR 
V!I.PUiTA~AA~ 
1 T S 
Terirae hri 
ANITA SETYANINGTYAS 
NRP. 5198 100 039 
JURUSAN TEKNIK INFORMA TIKA 
FAKULTAS TEKNOLOGI INFORMASI 
INSTITUT TEKNOLOGI SEPULUH NOPEMBER 
SURABAYA 
2003 
PERANCANGAN DAN PEMBUATAN PERANGKAT LUNAK 
SISTEM INVENTOR! TERDISTRIBUSI DENGAN 
MENERAPKAN OBJECT RELATIONAL DATABASE 
MANAGEMENT SYSTEM PADA ORACLE9i 
TUGAS AKHIR 
Diajukan Guna Metnenuhi Sebagian Persyaratan 
Untuk Memperoleh Gelar Sarjana Komputer 
Pada 
Jurusan Teknik lnfonnatika 
Fakultas Teknologi lnfonnasi 
Institut Teknologi Sepuluh Nopember 
Surabaya 
Mengetahui I Menyetujui, 
Dosen Pembimbing I Dosen Pembimbing II 
(Yudhi PUJ~to, s.Kom, M.Kom) 
NIP. n211221o 
SURABAYA 
JUNI, 2003 
(Jr. Suhadi Lili) 
NIP. 132048148 
ABSTRAK 
Dalam penanganan data dibutuhkan sebuah Database Management System 
(DBMS) untuk mengatur dan mengontrol akses ke basis data tersebut. Dari 
DBMS kemudian dikembangkan Relational Database Management System 
(RDRMS) agar antara entitas yang satu dengan entitas yang lain dalam basis 
data tersebut dapat berelasi untuk mengurangi redundancy data dan menjaga 
integrity constraint. Kesuksesan RDBMS masih dinilai be/urn mampu untuk 
menangani aplikasi yang kompleks dan belum mendekati real-world entities 
akibat dari proses normalisasi. Sedangkan pada pemodelan obyek, sistem 
dideskripsikan berdasarkan obyek-obyek, yaitu abstraksi pemrograman yang 
memiliki identity, behavior dan state. Dalam pemrograman berdasar obyek, 
digunakan tipe data atau user-defined types untuk memodelkan struktur dan 
behavior dari data pada aplikasi. 
Object Relational Database System (ORDBMS) akan menggabungkan antara 
fitur yang ada pada model obyek dan fitur yang ada pada model relasional, yaitu 
menerapkan konsep pada pemrograman berdasar obyek sebagai perluasan dari 
model relasional, sehingga pada ORDBMS ini mempunyai integrity constraint 
yang tetap terjaga dan mendukung untuk data yang kompleks. Selain itu, 
penerapan model obyek yang reusable dapat mempermudah pembuatan aplikasi 
basis data. 
Dalam tugas akhir ini dibuat suatu aplikasi untuk sistem inventori 
terdistribusi dengan menerapkan konsep ORDBMS untuk basis datanya dan 
konsep FIFO untuk pencatatan harga barang. Desain sistem inventori ini 
berdasarkan enterprise architecture, yaitu arsitektur yang terbagi dalam 3 layer 
(layer aplikasi, layer bisnis dan layer data akses). Sistem inventori ini juga 
didesain menjadi aplikasi terdistribusi, yaitu masing-masing layer dapat 
diletakkan pada komputer yang beda yang memanfaatkan teknologi dari .NET 
yaitu .NET Remoting. 
Aplikasi yang dibangun mengimplementasikan teknologi - teknologi tersebut. 
Sistem ini mengimplementasikan mekanisme FIFO dengan meletakkan operasi I 
metodenya pada layer bisnis. Ada beberapa kendala yang menyebabkan metode 
FIFO tidak dapat diletakkan pada "TYPE" di ORDBMS Oracle 9.2.0.1. Adanya 
keterbatasan Microsoft ADO.NET dalam mengakomodir struktur Oracle 
ORDBMS juga menyebabkan kekuatan masing-masing kurang bisa termanfaatkan 
secara penuh. 
Kata Kunci : ORDBMS, FIFO, Sistem inventori terdistribusi, Enterprise 
Architecture, Microsoft .NET 
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BABl 
PENDAHULUAN 
Pada bah ini dijelaskan beberapa hal yang mendasar dari pengerjaan tugas 
akhir yang meliputi latar belakang, permasalahan, tujuan, batasan permasalahan, 
metodologi serta sistematika penulisan. Dari uraian tersebut diharapkan gambaran 
urn urn permasalahan dan pemecahan tugas akhir ini dapat dipahami. 
1.1 Latar Belakang 
Kehadiran basis data dalam penanganan data dibutuhkan hampir disetiap 
aspek kehidupan, sehingga dibutuhkan sebuah Database Management System 
(DBMS) untuk mengatur dan mengontrol akses ke basis data tersebut. Dari 
DBMS kemudian dikembangkan Relational Database Management System 
(RDBMS) agar antara entitas yang satu dengan entitas yang lain dalam basis data 
tersebut dapat berelasi untuk mengurangi redundancy data dan menjaga integrity 
constraint. 
Namun, kesuksesan RDBMS dalam 2 dekade ini masih dinilai belum mampu 
untuk menangani aplikasi yang kompleks. RDBMS juga dinilai belum mendekati 
real-world entities akibat dari proses normalisasi. 
Pada model obyek dideskripsikan sistem berdasar obyek-obyek, yaitu 
abstraksi pemrograman yang memiliki identity, behavior dan state. Dalam 
pemrograman berdasar obyek, digunakan tipe data atau user-defined types untuk: 
memodelkan struktur dan behavior dari data pada aplikasi. 
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Object Relational Database System (ORDBMS) akan menggabungkan antara 
fitur yang ada pada model obyek dan fitur yang ada pada model relasional, yaitu 
menerapkan konsep pada pemrograman berdasar obyek sebagai perluasan dari 
model relasional, sehingga pada ORDBMS ini mempunyai integrity constraint 
yang tetap tetjaga dan mendukung untuk data yang kompleks. Selain itu, 
penerapan model obyek yang reusable dapat mempermudah pembuatan aplikasi 
basis data. 
Sistem inventori yang dibangun ini merupakan sistem inventori yang 
menerapkan mekanisme First In First Out (FIFO) dalam pencatatan harga dan 
diterapkan dengan menggunakan sistem yang terdistribusi. 
Pemilihan Oracle9i dalam tugas akhir ini karena Oracle9i memiliki teknologi 
berdasar obyek sehingga mendukung untuk penerapan ORDBMS. Dan dipilihnya 
framework Microsoft .NET dalam membangun sistem ini karena framework ini 
mendukung untuk penerapan sistem yang terdistribusi. 
1.2 Tujuan 
Adapun tujuan dari pembuatan tugas akhir ini adalah : 
• Menerapkan konsep ORDBMS pada sistem inventori yang terdistribusi. 
• Menemukan pola pembagian layer (3-layer) jika memakai konsep ORDBMS. 
1.3 Perumusan Masalab 
Yang menjadi permasalahan dalam tugas akhir ini dalam merancang dan 
membuat aplikasi adalah sebagai berikut : 
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• Perancangan sistem inventori digunakan untuk menangani banyak gudang 
( terdistribusi). 
• Penanganan mekanisme FIFO dalam sistem inventori terdistribusi. 
• Penerapan ORDBMS berdasar pada object oriented perspektif. 
• Pembuatan interface antar sistem agar sistem inventori ini dapat digunakan 
oleh sistem yang lain (pembelian, penjualan dan produksi). 
1.4 Batasan Masalah 
Batasan pennasalahan dari tugas akhir ini adalah : 
• Penitikberatan ada pada arsitektur dari penerapan ORDBMS pada sistem 
inventori yang terdistribusi. 
• Sistem inventori ini dipandang sebagai sistem yang mempunyai state berupa 
posisi persediaan dan transisi berupa pemasukan dan pengeluaran barang. 
• Mekanisme pencatatan harga yang digunakan hanya menggunakan FIFO. 
• Sistem yang dibangun tidak termasuk sistem keamanan. 
• Pemodelan sistem ini dilakukan dengan menggunakan Unified Modelling 
Language (UML ). 
1.5 Metodologi Pelaksanaan Togas Akhir 
Pembuatan tugas akhir ini terbagi menjadi beberapa tahapan sebagai berikut: 
1. Definisi Kebutuhan dan Pencarian Data 
Pada tahap ini dilakukan pendefinisian kebutuhan pengguna dengan cara 
mengumpulkan semua permasalahan yang dihadapi oleh pengguna, kebutuhan 
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- kebutuhan serta keinginan pengguna terhadap sistem inventori ini . Semua 
informasi yang nantinya terkumpul dalam tahapan ini akan dimasukkan 
kedalam Use Case Document dan dimasukkan ke dalam file model UML yang 
dibuat (*.mdl). 
Perancangan Sistem dan Aplikasi 
• Pemodelan dan perancangan sistem 
Pemodelan sistem menggunakan UML. Adapun langkah-langkahnya 
adalah sebagai berikut : 
a. Use Case Modelling 
Model use case mendeskripsikan kebutuhan-kebutuhan fungsional 
dari sebuah sistem dalam bentuk use case. Model ini terdiri atas 
fungsi-fungsi dasar yang terlibat dalam sistem 
Dalam tahap ini dirancang pelaku yang terlibat dalam sistem atau 
dinamakan aktor beserta aktivitas utama yang dilakukannya. 
b. Menemukan Key Abstraction 
Key Abstraction adalah class yang ada dalam sistem. Dalam tahap 
ini dirancang class yang merupakan representasi dari fungsi-fungsi 
yang ada dalam sistem inventori ini. Fungsi-fungsi ini juga memuat 
atribut - atribut yang dibutuhkan. 
Determine Baseline Architecture 
Dalam tahapan ini kita mendefiniskan layer-layer ada dalam 
perangkat lunak yang dibuat. 
Jdentify Design mements 
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Dari fungsi - fungsi yang ada dipecah lagi menjadi urut-urutan 
aktivitas yang lebih rinci . Untuk itu dibuat Activity diagram, Use 
Case Realization, Sequence Diagram, Collaboration Diagram 
serta Class Diagram. 
Apply Architectural Analysis 
Pada tahap ini elemen desain yang ada dikelompokkan menjadi 
paket-paket, paket ini akan menjadi subsistem-subsistem. 
• Perancangan antar muka 
Perancangan antar muka dilakukan dengan memanfaatkan teknik-
teknik yang memungkinkan pengguna mudah mengoperasikan aplikasi ini 
(user friendly) . 
3. Pembuatan Aplikasi 
Dalam tahap ini, dilakukan implementasi untuk membangun aplikasi 
berdasarkan rancangan yang telah dibuat pada tahap sebelumnya. 
4. Uji Coba dan Evaluasi 
Aplikasi yang telah selesai ini nantinya Juga akan dievaluasi dan 
diperbaiki demi kelayakan sistem dan keberhasilan dari sistem ini sesuai 
dengan tujuannya dibangun. 
5. Penyusunan Buku Tugas Akhir 
Pada tahap ini disusun buku sebagai dokumentasi dari pelaksanaan tugas 
akhir. Dokumentasi ini dibuat juga sehingga orang lain yang ingin 
mengembangkan sistem informasi tersebut bisa mempelajarinya dari 
dokumentasi ini . 
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1.6 Sistematika Penulisan 
Buku tugas akhir ini terdiri dari beberapa bab yang tersusun secara sistematis, 
yaitu : 
BAB I PENDAHULUAN 
Bab ini gambaran umum yang membahas Jatar belakang dan tujuan 
pembuatan perangkat lunak, seta permasalahan yang dihadapi dalam 
pengeijaan tugas akhir ini . Selain itu dijelaskan pula pembatasan terhadap 
masalah yang akan dihadapi serta metodologi yang dipakai untuk 
menyelesaikannya. 
BAB II TEORI PENUNJANG 
Bab ini membahas teori-teori dasar yang menunjang pengerjaan tugas akhir, 
meliputi pengertian, fitur, acuan, pembuatan serta beberapa issue pada 
OR DBMS serta model framework Microsoft .NET. 
BAB ITT ANALTSTS STSTEM 
Dalam bab ini diuraikan mengenai sistem yang akan dibangun. Analisis sistem 
ini dijelaskan dengan menggunakan notasi UML, yaitu mulai pendefinisian 
use case, activity diagram, treacebility, sequence diagram, VOPC dan class 
diagram. 
BABIVPERANCANGANPERANGKATLUNAK 
Dalam bab ini diuraikan desain perangkat lunak yang terdiri dari : 
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• Desain struktur basis data dengan menggunakan Object Relational 
Database Management System (ORDBMS) 
• Desain untuk sistem yang terdistribusi dalam framework Microsoft .NET 
BAB V PEMBUATAN APLIKASI 
Bab ini membahas pembuatan perangkat lunak berdasar desain yang telah 
dibuat dengan menggunakan bahasa pemrograman yang telah ditetapkan. 
BAB VI UJI COBA DAN ANALISIS HASIL 
Berisi tentang uji coba yang telah dilakukan terhadap perangkat lunak yang 
telah dibuat, beserta analisis dari hasil uji coba tersebut. 
BAB VII PENUTUP 
Berisi kesimpulan yang di dapat dari pembuatan tugas akhir ini dan dilengkapi 
dengan saran untuk kemungkinan pengembangan selanjutnya. 
BAB2 
TEORI PENUNJANG 
Dalam bab ini dijelaskan mengenai teori dasar tentang DBMS, RDBMS, 
konsep dasar pemrograman dengan menggunakan object oriented serta 
pengenalan, pengertian dan konsep dasar pada ORDBMS. 
Penjelasan lain dalan bab ini adalah konsep dan teknologi yang digunakan 
untuk membangun sistem inventori ini, yaitu Microsoft .NET, termasuk 
didalamnya adalah framework dari .NET yang memungkinkan untuk menerapkan 
sistem yang terdistribusi. 
2.1 Relational Database Management System 
Keberadaan DBMS dalam pengelolaan basis data dirasa memberikan 
keuntungan yang besar bagi pengguna. Namun, masih ada beberapa kekurangan 
yang terdapat dalam DBMS ini. Basis data yang berelasi ini sebagai jawaban dari 
kekurangan - kekurangan yang terdapat dalam basis data yang tidak berelasi, 
terutaman dalam masalah redundancy data 
2.1.1 Definisi Relational Database Management Sytem 
Apakah basis data yang berelasi? Sekumpulan table yang disimpan dalam 
produk basis data yang berelasi seperti Oracle belum menjamin kita memiliki 
basis data yang berelasi. Basis data yang berelasi mengimplikasikan pembuatan 
desain basis data dengan memperhatikan teori dasar relasional, yang didasarkan 
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pada konsep relasi pada matematika. Teori 1m digambarkan melalui aturan 
normalisasi [ 1]. 
2.1.2 Relasi 
Pada bagian ini akan dibahas mengenai jenis-jenis relasi yang ada pada basis 
data yang berelasi, yaitu relasi antara entitas. 
a. Relasi 1-to- many 
Y aitu relasi antara 1 entitas dengan banyak entitas. Relasi I-to-many ini 
akan menyebabkan adanyaforeign key. 
b. Relasi 1-to-1 
Yaitu relasi antara 1 entitas dengan 1 entitas. Entitas yang dominan akan 
memberikan primary key sebagai foreign key bagi entitas yang lebih lemah. 
c. Relasi Many-to-Many 
Relasi ini akan menyebabkan entitas tambahan yang berisi primary key 
dari masing - masing entitas. 
2.1.3 Normalisasi 
Ketika kita mengatakan sebuah basis data yang telah dinormalisasi, maka 
basis data tersebut tidak lagi se-normal aslinya. Dalam hal ini istilah normalisasi 
diambil dari notasi normal matematika, yang berarti orthogonal. Notasi dari 
normalisasi pada basis data mirip dengan ide yang ada pada notasi matematika. 
Mengapa kita membuat basis data yang dinorma1isasi? Normalisasi diturunkan 
dari konjungsi dengan teori bahasa pemrograman SEQUEL. Teori dasar dari teori 
relasional adalah jika basis data telah dinormalisasi, kita dapat mengembangkan 
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subset dari data dengan menggunakan operator pada SEQUEL. Hal ini 
menyebabkan normalisasi menjadi penting, karena pada basis data tanpa 
dinormalisasi, akan sulit mendapatkan informasi dari basis data tanpa menuliskan 
coding yang kompleks. Aturan mengenai normalisasi ini penting dalam model 
relasional dan masih penting dalam model obyek yang berelasi (object-relational) . 
Normalisasi merupakan proses transformasi data eksisting menjadi bentuk 
relasional. Tujuan dari normalisasi adalah mengeliminasi duplikasi informasi dan 
memudahkan pengubahan struktur tabel memperkecil pengaruh perubahan 
struktur basis data. Ada beberapa macam bentuk normalisasi dan yang sering 
digunakan adalah bentuk normalisasi pertama, kedua dan ketiga. 
• Normalisasi Pertama ( 1 NF) 
Normalisasi pertama berbentuk tabel yang bersifat flat. Tidak ada 
pengulangan grup, tidak memiliki atribut yang multi value. 
• Normalisasi Kedua (2NF) 
Aturan normalisasi yang kedua muncul ketika terdapat lebih dari satu 
primary key (multi-attribute primary key). 2NF dibuat berdasarkan konsep 
FULL FUNCTIONAL DEPENDENCY Definisi 2NF pada skema relasi R 
adalah 2NF apabila setiap nonprime atribut A (yang bukan anggota primary 
key) dalam R adalahfu/ly dependent padaprimary key dari R 
• Normalisasi Ketiga (3NF) 
Aturan normaliasi yang ketiga muncul ketika terdapat transitive 
dependency. Secara praktis, kita bisa menggunakan definisi : skema relasi R 
adalah 3NF apabila setiap atribut nonprime dari R adalah 
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-Full functionality dependent pada setiap key dari R 
- Nontransistive dependent pada setiap key dari R 
2.2 Object Oriented Programming (OOP) 
Pemodelan dengan menggunakan tipe obyek mirip dengan mekanisme class 
yang ada pada C++ dan Java. Seperti halnya class, obyek mempermudah 
pemodelan yang kompleks dan dapat mendekati kenyataan (real world entity). 
Obyek yang reusable dapat mempennudah dan mempercepat pembuatan aplikasi 
basis data. Konsep dasar dari obyek adalah adanya state, behavior dan object 
identity (OlD). 
• Enkapsulasi 
Konsep enkapsulasi berarti bahwa object terdiri dari data dan operasi yang 
digunakan untuk memanipulasinya. Pada beberapa pemrograman berdasar 
object, konsep enkapsulasi ini dapat dicapai dengan adanya tipe data abstrak 
(abstract data types I ADTs). 
• Identitas Obyek (Object Identifier) 
Kunci dari pendefinisian sebuah obyek adalah identitas yang unik. Pada 
sistem yang berdasar obyek, obyek diberi sebuah identitas (OlD), ketika 
obyek tersebut dibuat, yaitu : 
- Dibuat oleh sistem 
- Unik untuk masing-masing obyek 
12 
- Tidak bisa diubah saat lifetime. Sekali obyek dibuat, OTD tidak bisa 
digunakan ulang oleh obyek yang lain, bahkan setelah obyek tersebut 
dihapus 
- Tidak bisa dilihat oleh user (idealnya) 
• Method 
Metode (method) pada sebuah obyek mendefinisikan behavior dari obyek 
tersebut. Metode ini bisa digunakan untuk mengubah state dari obyek atau 
melakukan query terhadap nilai dari atributnya. 
• Class 
Obyek yang memiliki atribut yang sama dapat dikelompokan menjadi satu 
kedalam sebuah class. Class hanya mendefinisikan sekali untuk atribut dan 
metode daripada mendefmisikan secara terpisah untuk masing-masing obyek. 
Obyek yang terdapat dalam class dinamakan instances dari class tersebut. 
Sehingga masing-masing instance memiliki nilai sendiri-sendiri untuk masing-
masing atributnya. 
• Inheritance 
Beberapa obyek dimungkinkan memiliki atribut dan metode yang mirip. 
Jika terdapat kemiripan yang banyak, maka akan dimungkinkan untuk 
membagi atribut dan metode tersebut. Konsep ini dinamakan turunan 
(inheritance). Turunan memungkinkan satu class didefmisikan berdasar class 
yang lain yang lebih umum. Class ini dinamakan subclass, sementara class 
lain yang lebih urn urn dinamakan superclass. 
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• Object Oriented Database Management System 
Basis data yang berorientasi obyek memanfaatkan fitur object oriented dan 
abstract data type. Basis data obyek mempunyai OTD sehingga obyek mudah 
untuk diidentifikasi. OlD ini mirip dengan primary key yang ada pada basis 
data berelasi. Object Oriented Database Management System (OODBMS) 
mempunyai 2 set relasi, satu relasi adalah interelasi antar data item dan satu 
lagi adalah relasi abstrak (inheritance). Sistem akan menjadikan kedua relasi 
tersebut untuk menggabungkan antara data item dengan metode 
(encapsulation) . Hasilnya adanya relasi langsung antara aplikasi dan basis 
data [7]. 
Kekurangan dari OODBMS ini adalah kinerja, karena tidak seperti RDBMS, 
pada OODBMS query sangatlah kompleks. 
2.3 Object Relational Database Management System 
Tujuan utama dari ORDBMS adalah menggabungkan keuntungan dari model 
relasional dan model obyek, yaitu menggabungkan fitur yang ada pada model 
obyek ke RDBMS. 
2.3.1 Definisi Object Relational Database Management System 
Apakah obyek yang berelasi ? Jika pertanyaan ini kita ajukan kepada selusin 
ahli, maka akan muncul selusin jawaban juga. Obyek yang berelasi merupakan 
usaha penggabungan antara paradigma relasional dengan paradigma obyek. 
Mengkombinasikan dua hal yang berbeda tidaklah mudah [2]. 
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Permasalah utama dari mapping antara model obyek ke model relasional 
adalah bahwa obyek tidak dapat disimpan dan diambil dari relasional database 
secara langsung. Bahwa obyek memiliki identity, state dan behavior, sementara 
RDBMS hanya menyimpan data saja. Tujuan dari relasional model adalah untuk 
menormalisasi data (mengelimimasi duplikasi data dalam table), sementara tujuan 
dari desain yang berdasar obyek adalah memodelkan bisnis proses dengan 
membuat real-world object dengan data dan behavior. 
Pada obyek yang berelasi, akan mengkombinasikan antara model relasi dan 
model obyek, sehingga pada obyek yang berelasi terdapat OlD dan primary keys. 
Obyek akan direlasikan baik melalui OTD maupun referential integrity. Pada 
obyek yang berelasi ini juga akan terdapat trigger dan method. Tabel bisa disusun 
secara independent maupun menurunkan atribut dan metode dari struktur induk 
(disebut class). 
Tantangan terbesar adalah pemanfaatan fitur-fitur baru ini. Kita telah memiliki 
standar tool dari basis data yang berelasi ditambah semua struktur baru dari basis 
data obyek, yaitu dimana dan bagaimana memanfaatkan struktur baru ini. 
Perbedaan antara RDBMS, OODBMS dan ORDBMS [7] 
Tabel 2.1 Perbedaan RDBMS, OODBMS dan ORDBMS 
Kriteria RDBMS OODBMS ORDBMS 
Mendukung Tidak Mendukung Mendukung, tapi 
fitur object mendukung, sulit terbatas, terutarna 
oriented untuk map object data type 
programmmg 
dengan basis data 
Penggunaan Mudah Relatif rnudah untuk Mudah kecuali 
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programmer beberapa eksensi 
Mendukung Tidak mendukung Mendukung tipe data Mendukung abstract 
relasi yang abstract data type yang kompleks dan data type dan relasi 
kompleks data dengan relasi yang kompleks 
yang kompleks 
Kinerja Bagus Kurang bagus Diharapkan bagus 
Kematangan Matang Relatif matang Dalam 
produk pengembangan 
Keuntungan Penggunaan Dapat menangani Dapat menangani 
query yang semua tipe data dari aplikasi yang besar 
sederhana dan aplikasi yang dan kompleks 
bagus dalam kompleks dan code 
kinerja dapat digunakan 
ulang (reusability) 
Kekurangan Tidak dapat Kinerja yang kurang Kinerja yang kurang 
menan gam bagus dan tidak dapat bagus untuk aplikasi 
aplikasi yang menangani sistem web 
kompleks yang berskala besar 
2.3.2 Keuntungan Penggunaan Obyek 
Secara umum, model tipe obyek mirip dengan mekanisme class pada C++ dan 
Java. Seperti halnya class, obyek dapat mempermudah memodelkan entitas dan 
obyek yang dapat digunakan kembali (reusable) memungkinkan pembuatan basis 
data aplikasi menjadi lebih cepat dan lebih efisien. Object abstraksi dan 
enkapsulasi dari behavior obyek menyebabkan aplikasi lebih mudah untuk 
dimengerti dan dikembangkan. 
Berikut adalah beberapa keuntungan obyek yang ditawarkan melalui 
pendekatan model relasional. 
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Obyek dapat mengenkapsulasi operasi pada data. 
Table basis data hanya menyimpan data. Obyek bisa menyertakan operasi 
yang dibutuhkan dalam data tersebut. Misalkan dibutuhkan metode untuk 
menghitung total penjualan pada kasus penjualan. Atau obyek memungkinkan 
memiliki metode yang mengembalikan nama pelanggan, alamat pelanggan, 
nomer referensi atau bahkan sejarah pembelian pelanggan, sehingga sebuah 
aplikasi dapat dengan mudah memanggil metode untuk mendapatkan 
informasi. 
Pemakaian obyek lebih efisiens 
Pemanfaatan tipe obyek memberikan efisiensi yang besar, yaitu: 
• Tipe obyek dan metode-metodenya disimpan dalam data pada basis data, 
sehingga tersedia untuk semua aplikasi yang menggunakannya. Developer 
mendapatkan keuntungan dari aplikasi yang sudah dibangun sebelumnya 
tanpa perlu membuat ulang struktur yang sama pada setiap aplikasi. 
• Kita dapat mengambil dan memanipulasi beberapa obyek yang berleasi 
seperti layaknya sebuah unit. Permintaan untuk mengambil sebuah obyek 
dari server akan mengambil obyek-obyek lainnya yang berelasi berdasar 
object reference 
Obyek dapat merepresentasikan Part-Whole Relationship 
Dalam sistem relasional, terdapat kesulitan jika kita mgm 
merepresentasikan part-whole relationship. Namun pada tipe obyek, kita 
memiliki kosakata yang banyak untuk merepresentasikan part-whole 
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relationship. Sebuah object dapat menjadikan object lain sebagai atribut, dan 
atribut object dapat memiliki object atribut. 
2.3.3 Oracle Object 
Tipe obyek Oracle (Oracle object type) adalah tipe yang didefinisikan sendiri 
oleh pengguna (user define types) yang memungkinkan untuk memodelkan entitas 
yang kompleks mendekati kenyataan (real world entity). Suatu tipe obyek yang 
baru dapat dibuat dari tipe-tipe dalam basis data, tipe obyek lainnya yang telah 
dibuat sebelumnya, referensi obyek (object references) dan tipe koleksi 
(collection typ es). Metadata untuk tipe yang didefinisikan sendiri oleh pengguna 
dapat disimpan dalam skema yang tersedia untuk SQL, PL/SQL, Java dan 
antarmuka yang terpublikasi (puhlished interface) lainnya. 
Tipe obyek yang berkaitan dengan fitur object oriented seperti array dan 
nested table menyediakan cara pada level yang lebih tinggi untuk mengakses data 
dalam basis data. Dalam layer obyek, data masih disimpan dalam kolom dan table, 
tetapi dimungkinkan kita bekerja dengan data dalam istilah yang nyata, yang 
menyebabkan data mempunyai arti (meaningful!) . Dengan istilah kolom dan table 
yang mempunyai arti terse but pada saat melakukan query, proses pemilihan data 
dapat dilakukan secara sederhana. Obyek membantu kita melihat hutan 
sesederhana kita melihat pohon-pohon. 
Pada obyek yang berelasi, kita masih dapat bekerja dengan tipe data yang 
berelasi (relational data types) dan menyimpan data dalam tabel yang berelasi , 
tetapi sekarang kita memiliki pilihan untuk memanfaatkan keuntungan dari fitur 
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object oriented. Kita bisa rnernanfaatkan fitur object oriented dalarn data yang 
berelasi atau kita dapat bekerja dengan melakukan pendekatan pada model 
berorientasi obyek. Sebagai contoh kita dapat mendefinisikan beberapa tipe data 
obyek dan menyimpannya dalam kolom pada tabel yang berelasi. Kita juga dapat 
rnernbuat object view pada data yang berelasi yang sudah ada untuk rnengakses 
dan merepresentasikan data berdasar obyek atau kita dapat menyimpan data obyek 
dalam tabel obyek, dimana masing-masing baris adalah sebuah obyek. 
Oracle mengimplementasikan tipe obyek dalam model relasi. Antarmuk:a tipe 
obyek tetap mendukung fungsi-fungsi standar model relasi seperti query 
(SELECT ... FROM ... WHERE), commit yang cepat, backup dan recovery, 
scalable connectivity, row-level locking, read consistency,partioned tables. 
2.3.3.1 Elemen Dasar dari Oracle Object 
Object- relational memperkenalkan beberapa konsep baru, yang akan 
dijelaskan berikut ini [5]: 
2.3.3.1.1 Tipe Obyek 
Tipe obyek merupakan bentuk: dari tipe data. Tipe obyek dapat digunakan 
seperti tipe data lainnya rnisalnya, NUMBER atau V ARCHAR2. Tipe obyek 
memiliki beberapa perbedaan dengan tipe data yang biasa digunakan pada 
relational basis data, antara lain : 
• Tipe obyek tidak disediakan oleh basis data, sehingga pengguna harus 
mendefinisikan sendiri Tipe obyek yang hendak digunakan. 
• Tipe obyek terdiri dari 2 bagian, yaitu atribut dan method. 
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Atribut merupakan data dari obyek yang bersangkutan. Misalnya obyek 
Employee mempunyai atribut id, name dan address. Atribut memiliki tipe 
data yang telah dideklarasikan sebelumnya, yang juga dapat digunakan pada 
obyek yang lain. 
Metode merupakan fungsi ataupun prosedur, yang digunakan agar aplikasi 
dapat menyediakan atribut yang berguna pada tipe obyek. Method 
mendefinisikan tingkah laku dari tipe obyek dan mendefinisikan apa saja yang 
bisa dilakukan pada tipe obyek tersebut. 
• Tipe obyek lebih spesifik dibandingkan tipe data yang telah disediakan oleh 
basis data. Hal ini menyebabkan tipe obyek dapat memodelkan struktur yang 
mendekati kenyataan. 
Dapat dikatakan bahwa tipe obyek merupakan template dari sebuah struktur 
dan tabel obyek dibangun berdasar obyek tersebut. 
2.3.3.1.2 Tipe Turunan (Inheritance) 
Tipe turunan menambah keuntungan dari pemanfaatan dari obyek dengan 
mengijinkan kita untuk membuat tipe obyek (subtype) dengan menurunkannya 
dari tipe obyek yang telah dibuat sebelumnya (supertype ). Subtype tidak hanya 
menurukan semua fitur yang ada pada induknya (supertype) melainkanjuga dapat 
mengembangkannya. Misalnya subtype dari pelanggan adalah pelanggan 
perusahaan, dapat menambahkan atribut atau metode bam yang belum 
didefinisikan pada induknya. 
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2.3.3.1.3 Obyek 
Ketika variable dari tipe obyek dibuat, maka instances dari tipe tersebut akan 
terbuat juga dan hasilnya adalah sebuah obyek. Obyek memiliki semua atribut 
dan metode yang telah didefmisikan pada tipe obyek. Pada obyek sebuah nilai 
dapat diberikan pada atribut dan metode dapat dipanggil. 
2.3.3.1.4 Method 
Method merupakan fungsi ataupun prosedur yang dideklarasikan pada tipe 
obyek untuk mengimplementasikan behavior dari obyek tersebut. Kegtmaan 
meotde yang dasar adalah untuk mengakses data pada obyek. Method dapat 
mendefinisikan operasi dari sebuah aplikasi , sehingga aplikasi tersebut tidak perlu 
membuat operasi tersebut. Untuk menjalankan operasi tersebut, aplikasi tinggal 
memanggil method yang dikehendaki dari obyek yang dibutuhkan. 
Misalkan kita telah mendefinisikan method get_ sumO yang akan 
mengembalikan nilai total pe~ualan pada 1 transaksi. Berikut adalah contoh script 
pemanggilan method untuk purchase order (po) dan mengembalikan nilai total 
penjualan pada variable sum line item. 
Sum line item= po.get sum(); 
Berbeda dengan fungsi atau prosedur pada PL/SQL, tanda kurung tetap 
dibutuhkan pada setiap pemanggilan method, meskipun metode tersebut tidak 
memiliki argument atau parameter. 
Metode bisa ditulis dalam PLISQL maupun bahasa pemrograman yang lain. 
Metode yang ditulis dalam PLISQL dan Java akan disimpan dalam basis data. 
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Ada 2 rnacarn rnetode yang bisa dideklarasikan pada pendefinisian rnetode 
yaitu : 
1. Member 
Member method adalah salah satu cara yang digunakan aplikasi untuk 
mengakses data dalam object instance. Member method gunakan untuk 
rnendefinisikan sernua operasi pada suatu tipe obyek. 
Member method mempunyai built-in parameter yang disebut SELF yang 
mewakili object instance dimana metodenya sedang dieksekusi. SELF tidak 
perlu dideklarasikan Iagi, meskipun pendeklarasian secara eksplisit juga 
diijinkan. SELF akan secara otornatis dipasingkan pada rnetode. Pada fungsi, 
jika SELF tidak dideklarasikan, maka secara default akan bermode IN, 
sedangkan pada prosedur, jika SELF tidak dideklarasikan, akan bermode IN 
OUT. 
Pemanggilan member method dengan menggunakan notasi "dot", yaitu 
object_variable.methodO. Notasi tersebut akan menspesifikasikan obyek dari 
metode terlebih dahulu, kemudian metode yang akan dipanggil. Paramater-
paramater didefinisikan dalam tanda kurung jika dibutuhkan. 
2. Statis 
Static method akan mempengaruhi suatu tipe obyek bukan instance dari 
tipe obyek tersebut. Static method digunakan jika diperlukan operasi yang 
global terhadap suatu tipe obyek, bukan spesifik pada suatu instance dari tipe 
obyek tersebut. Static method tidak merniliki parameter SELF. Untuk dapat 
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menggunakan static method maka digunakan notasi "dot" 
Type_ name. methodO 
Dan terdapat juga tipe metode yang ketiga, yaitu metode konstruktor. Sistem 
akan mendefinisikan tiap pendefinisian tipe obyek sebagai metode konstruktor. 
Untuk membuat suatu instance dari suatu tipe objek dapat cukup dengan 
memanggil konstruktomya. 
2.3.3.1.5 Tabel Obyek (Object Table) 
Tabel obyek adalah tabel yang masing-masing barisnya merepresentasikan 
sebuah obyek. Sebagai contoh, statemen berikut mendefinisikan tipe obyek person 
dan mendefinisikan tabel obyek dari obyek person. 
CREATE TYPE person AS OBJECT 
( 
Name VARCHAR2(30), 
Phone VARCHAR2(20) 
); 
CREATE TABLE person table OF PERSON; 
Kita dapat melihat tabel ini dengan 2 cara : 
• Sebagai kolom tunggal, dimana masing-masing baris adalah obyek person 
(pendekatan model object oriented). 
• Sebagai multi kolom tabel, dimana masing-masing atribut dari obyek p erson, 
yang bemama Name dan Phone, muncul sebagai kolom (pendekatan model 
relasional). 
Kita bisa melakukan operasi sebagai berikut : 
INSERT INTO person_table VALUES ("John Smith","1 -800-555-1212" ); 
SELECT VALUE(p) FROM person table p WHERE p.name = "John Smith"; 
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Pemyataan pertama menambahkan obyek person pada person _table, yang 
memperlakukan tabel obyek sebagai multi kolom tabel. Sedangkan pemyataan 
kedua memperlakukan tabel obyek sebagai kolom tunggal, pemanfaatan fungsi 
VALUE akan mengembalikan baris sebagai object instances. 
2.3.3.1.6 Tipe Data REF 
REF adalah logical pointer yang mengacu pada sebuah baris pada obyek. REF 
ini merupakan tipe data Oracle. REF menyediakan mekanisme yang mudah untuk 
navigasi antar obyek. Oracle akan melakukan proses join hila dibutuhkan atau 
menghindari proses join. 
2.3.3.1. 7 Koleksi (Collection) 
Untuk memodelkan relasi one to many, Oracle menyediakan 2 tipe data 
koleksi, yaitu array dan nested table. Tipe data koleksi dapat digunakan dimana 
saja, selayaknya tipe data yang lain, dimungkinkan sebuah obyek memiliki atribut 
dengan tipe data koleksi. Misalkan tipe obyek Penerimaan __Barang memiliki 
attribute yang bertipe nested table untuk menangam detail dari 
Penerimaan _ Barang terse but. 
• Varray 
Varray merupakan koleksi yang terurutkan. Masing - masing elemen 
memiliki indeks. Indeks ini dapat digunakan untuk mengakses elemen tertentu 
dalam koleksi. Ketika kita mendefinisikan suatu kolekso yang berupa varray, 
maka kita harus mendefinisikan jumlah maksimum elemen dalam koleksi 
tersebut, meskipun jumlah elemen tersebut nantinya dapat diubah. Varray 
disimpan sebagai opaque object (seperti halnya raw dan BLOB). 
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• Nested Table 
Nested table dapat memiliki beberapa elemen, jumlah maksimum dari 
element tersebut tidak perlu didefinisikan pada saat pendeklarasian nested 
table. Kita dapat melakukan proses select, insert, update dan delete layaknya 
tabel biasa. Elemen dari nested table sebenanya disimpan secara terpisah yang 
mempunyai kolom yang mengidentifikasikan induknya atau obyek dimana 
nested tahle itu berada. 
Jika kita akan menytmpan sejumlah data yang telah dapat dipastikan 
jumlahnya, atau melakukan proses loop pada elemen yang terurut atau 
mengambiVmemanipulasi nilai dari koleksi, maka tipe koleksi yang digunakan 
adalah varray. Jika proses query ( operasi insert. update dan delete) diperlukan 
dalam koleksi, maka digunakan nested table. 
2.3.3.1.8 Tipe Evolusi (Evolution) 
Dengan menggunakan statemen ALTER TYPE, maka sebuah tipe obyek dapat 
dilakukan beberapa perubahan [6] : 
• Menambah dan mengurangi atribut 
• Menambah dan mengurangi metode 
• Mengubah atribut yang bertipe numeric, untuk menambah atau mengurangi 
panjang, presisi dan skala-nya. 
• Mengubah panjang dari atribut yang bertipe karakter 
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2.3.3.2 Mendefinisikan Obyek dan Tipe Koleksi 
Untuk rnendefinisikan tipe obyek dan tipe koleksi, digunakan statement 
CREATE TYPE. Berikut adalah pernbuatan tipe obyek person, lineltem, 
line item _table dan purchase_ order. Lineltem _table rnerupakan tipe koleksi, yaitu 
nested table. Masing - masing baris dalam nested table merupakan obyek yang 
tertipe lineltem. 
CREATE TYPE person AS OBJECT 
( 
); 
name VARCHAR2(30), 
phone VARCHAR2(20) 
CREATE TYPE lineitem AS OBJECT 
( 
); 
item_name VARCHAR2(30), 
quantity NUMBER, 
unit_price NUMBER(12,2) 
CREATE TYPE lineitem_table AS TABLE OF lineitem; 
CREATE TYPE purchase_ order AS OBJECT 
); 
id NUMBER, 
contact person, 
lineitems lineitem_table, 
MEMBER FUNCTION get_ value RETURN NUMBER 
Untuk mendefinisikan isi dari method get_valueO, digunakan statement 
CREATE OR REPLACE TYPE BODY. 
Pendefinisian tipe obyek tidak rnengalokasikan peny1rnpanan. Sekali kita 
rnendefinisikan suatu tipe obyek rnaka, tipe obyek tersebut dapat digunakan dalarn 
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SQL statement seperti halnya tipe data yang lain, seperti kita rnenggunakan atau 
memanfaatkan tipe data V ARCHAR2 atau NUMBER. 
2.3.3.3 Penyimpanan 
Oracle secara otomatis akan memetakan struktur yang kompleks dari tipe 
obyek menjadi struktur tabel yang sederhana. 
2.3.3.3.1 Leaf- Level Attributes 
Tipe obyek mirip dengan struktur pohon (tree structure), dimana cabang-
cabang rnerepresentasikan atribut. Setiap cabang akan berakhir dengan atribut 
yang memiliki built-in attribute (seperti V ARCHAR2, NUMBER atau REF) atau 
tipe koleksi (seperti V ARRAY atau NESTED TABLE). Masing - masing dari 
leaf/eve! attribute pada tipe obyek akan disimpan di kolom pada tabel. Leaf level 
attribute yang bukan rnerupakan koleksi disebut leaf level scalar attribute dan tipe 
obyek. 
Pada tabel obyek, Oracle menytmpan data dari masing-masing leaf level 
scalar attribute atau atribut REF pada kolom yang terpisah. Masing-masing 
varray disimpan dalam kolom, kecuali jika varray yang bersangkutan terlalu 
besar. Oracle rnenyirnpan leaf/eve! attribute dari nested table pada tabel yang 
terpisah yang berhubungan dengan table obyek. Tabel tersebut harus 
dideklarasikan pada saat pendeklarasian tabel obyek. 
Ketika atribut dari obyek pada tabel obyek diakses atau diubah, Oracle akan 
melakukan operasi yang sama pada kolom pada tabel tersebut. Pengaksesan nilai 
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dari obyek akan menduplikasi obyek dengan memanggil kontruktor dari tipe 
tersebut, dengan menggunakan kolom dari tabel obyek sebagai argumen. 
Oracle menyimpan OlD yang dibuat oleh sistem dalam kolom yang 
tersembunyi. Oracle memanfaatkan OlD untuk membuat REF dari obyek yang 
bersangkutan. 
2.3.3.3.2 Kolom yangTersembunyi pada Tabel yang Memiliki Kolom yang 
Bertipe Object 
Ketika sebuah tabel yang didefinisikan dengan kolom yang mempunyai tipe 
obyek, Oracle menambahkan kolom yang tersembunyi pada tabel untuk leaf level 
attribute pada tipe obyek. Masing -masing kolom pada tipe obyek akan 
berhubungan atau berkorespondensi dengan kolom yang tersembunyi yang 
menyimpan informasi NULL dari kolom yang bertipe object. 
2.3.3.3.3 ~lfs 
Ketika oracle membuat REF dari baris yang merupakan obyek, REF tersebut 
tersusun atas OlD, metadata dari table obyek dan bisa digabung dengan ROWID. 
Ukuran dari REF pada kolom yang bertipe REF tergantung pada properti 
penyimpanan yang berhubungan dengan kolom. Misalnya, kolom dideklarasikan 
dengan REF WITH ROWID, maka oracle akan menyimpan ROWID pada kolom 
REF. Jika kolom mendeklarasikan REF dengan klausa SCOPE, maka kolom 
tersebut akan lebih kecil dengan menspesifikan metadata dari tabel obyek dan 
ROWID-nya. REF dengan klausa SCOPE menyimpan 16 byte. 
28 
Jika OlD berdasar pada primary key, Oracle akan membuat satu atau lebih 
kolom yang akan menyimpan nilai dari primary key tergantung dari jumlah 
primary key. 
2.3.3.3.4 Internal Layout dari Nested Table 
Baris dari nested table disimpan dalam tabel yang terpisah. Masing-masing 
kolom dari nested table mempunyai satu relasi pada tabel penyimpanan, bukan 
satu tabel penyimpanan untuk masing-masing baris. Tabel penyimpanan akan 
menyimpan semua elemen dari nested table. Tabel penyimpanan memiliki kolom 
NESTED_TABLE_ID yang tersembunyi, yang merupakan hasil generate dari 
system dan Oracle akan memapingkan kembali kolom dari nested table pada 
baris yang sesuai. 
Proses query untuk mengambil elemen dari nested table dapat dipercepat 
dengan membuat table penyimpanan berindeks (index-organized), yaitu dengan 
menyertakan klausa ORGANIZATION INDEX didalam klausa STORE AS. 
Gambar 2.2 menunjukkan penyimpanan nested table dalam Oracle. 
Sebuah nested table bisa terdiri atas obyek atau nilai skalar : 
• Jika elemen terdiri dari obyek, maka tabel penyimpanan mirip dengan tabel 
obyek. Namun, baris dari nested table tidak memiliki OlD, maka REF dari 
obyek pada nested table tidak bisa dibuat. 
• Jika elemen terdiri dari nilai skalar, tabel penyimpanan terdiri single kolom 
yang disebut COLUMN_ VALUE yang terdiri dari niali skalar. 
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DATAl DATA2 DATAl DATA4 NT_TABLE 
... . .. . .. . .. A 
... . .. . .. . .. 8 
... . .. . .. . .. c 
... . .. ... . .. D 
... . .. . .. . .. E 
---------------~ NESTED_ TABLE_ID Value 
A All r---
A A12 or nested table A r----+ Storage ~ 
A Al3 r---
8 821 r---
8 822 or nested table 8 ~Storage~ 
8 823 
8 824 
8 825 
-
c C31 JStoragef 
c C32 
or nested table C 
D D41 or nested table D Storage~ 
E ESl 
-
E E52 or nested table E r----+ Storage ~ 
E E53 
E E54 r---
Gambar 2.2 Penyimpanan nested table dalam Oracle 
2.3.3.3.5 Internal Layout untuk V ARRAYs 
Semua element dari varray disimpan dalam single kolom. Tergantung dari 
ukuran varray, dimungkinkan disimpan secara inline atau dalam BLOB. 
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2.3.3.4 Identitas Obyek (OlD) 
Setiap baris obyek pada tabel obyek memiliki sebuah logical object identifier 
(OlD). Secara default, Oracle memberikan masing-masing baris obyek dengan 
OlD yang unik yang dibuat oleh system, sepanjang 16 byte. Oracle tidak 
menyediakan dokumentasi untuk mengakses internal struktur dari OlD, struktur 
bisa berubah kapan saja. 
Kolom OlD pada tabel obyek adalah tersembunyi. Pada proses pengambilan 
dan navigasi obyek, kita dapat mengabaikan OlD dan dengan melalui referensi 
obyek. OlD pada sebuah baris obyek, secara unik akan mengidentifikasikan baris 
obyek tersebut pada tabel obyek. Secara implisit, Oracle akan membuat dan 
mengatur indeks dari kolom OlD pada tabel obyek. Pada proses distribusi dan 
replikasi, identitas yang dibuat oleh system secara unik akan menyebabkan Oracle 
mengidentifikasikan obyek dengan tidak ambigu. 
2.3.3.4.1 ldentitas Obyek Berdasar Primary Key 
Jika local indentifier yang unik bisa diasumsikan sebagai global identifier 
yang unik (dengan kata lain, tabel tidak terdistribusi dan tereplikasi), maka bisa 
digunakan primary key dari baris obyek sebagai OlD. Dengan menjadikan 
primary key sebagai OlD akan menghemat 16 byte dari penyimpanan untuk 
masing-masing obyek yang dibutuhkan oleh identifier yang dibuat oleh system. 
Identifier berdasar primary key juga dapat mempercepat dan mempennudah 
proses load data pada tabel obyek. Pada OlD yang dibuat oleh system, masih 
harus dimaping ulang dengan menggunakan beberapa kunci, terutama jika 
reference juga disimpan. 
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2.4 Framework Microsoft .NET 
Framework .NET adalah sebuah platform komputing baru yang dirancang 
untuk menyederhanakan pengembangan aplikasi yang terdistribusi. Bahasa yang 
didukung oleh framework .NET adalah Visual Basic .NET, C++ .NET, ASP .NET 
dam C# . . NET juga dapat digunakan oleh bahasa pemrograman dari pihak ketiga 
seperti Eiffel, COBOL dan Perl [4]. 
Pada gambar 2.3, terlihat framework .NET berada di atas sistem operasi, yang 
berupa sistem operasi buatan Microsoft, yaitu Windows 2000 (Server dan 
profesional), Windows NT 4.0 (Server dan workstation), Windows Millenium 
Edition, Windows 98 dan Windows XP Profesional. 
Web Services Web Forms Windows Form 
Data and XML classes 
(ADO.NET, SQL, XSLT, XPath, XML, etc) 
Framework Base Classes 
(IO, string, net, security, threading, collections, etc) 
Common Language Runtime 
(debug, exception, type checking, JIT Compilers) 
Windows Platform 
Gambar 2.3 Arsitektur Framework .NET 
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Framework .NET terdiri dari sejumlah komponen sebagai berikut : 
1. Common Language Runtime 
Common Language Runtime (CLR) adalah komponen terpenting dalam 
framwork .NET. CLR menyediakan lingkungan eksekusi kode yang 
melakukan manajemen kode. Manajemen kode dapat berbentuk manajemen 
memori, manajemen thread, manajemen security, verifikasi kode dan 
kompilasi dan layanan sistem lainnya. CLR dapat digunakan oleh program 
.NET apapun, tanpa merujuk bahasa pemrograman tertentu. 
Bahasa pemrograman .NET tidak melakukan kompilasi menjadi kode yang 
dieksekusi, melinkan kompilasi menjadi intermediate code yang disebut 
Microsoft Intermediate Language (MSIL ). Kode MSIL kemudian dikirim ke 
CLR yang akan mengubah kode menjadi bahasa mesin yang dijalankan di 
mesin host. 
2. Framework Base Class 
Framework Base Class adalah class library yang dapat digunakan oleh 
setiap bahasa yang didukung oleh .NET. Base classes ini mengandung 
sekumpulan library standar yang dibutuhkan seperti collection, input/output, 
tipe data dan class numerik. Sebagai tambahan, disediakan pula class untuk 
pengaksesan layanan-layanan sistem operasi, seperti grafik, jaringan, thread 
dan akses data. Juga sekumpulan class untuk pembuatan aplikasi berskala 
enterprise, seperti transaksi, event dan messaging. 
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3. Class untuk Data dan XML 
Mendukung manajemen data dan manipulasi XML. Class data mendukung 
manajemen data persistent, termasuk didalamnya class SQL dan ADO.NET. 
Framework .NET juga menyediakan sejumlah class untuk memanipulasi data 
XML, melakukan pencarian serta penterjemahan XML. 
4. Web Service 
Web Service adalah entitas terprogram yang dapat diakses oleh banyak 
sistem terpisah melalui penggunaan standar internet, seperti XML dan HTTP. 
Sebuah web service dapat digunakan secara internal oleh sebuah aplikasi atau 
secara eksternal diekspos melalui internet untuk digunakan oleh banyak 
aplikasi. Dengan kata lain web service merupakan cara mengakses fungsi-
fungsi yang ada di server secara remote. 
5. Web Form 
Menyediakan sejumlah class untuk pembuatan GUI (Graphical User 
Interface) untuk aplikasi web. 
6. Windows Forms 
Menyediakan sejumlah class untuk pembuatan GUT untuk aplikasi 
windows. 
2.4.1 Pembagian Layer Dalam Aplikasi Terdistribusi 
Prinsip utama dari aplikasi terdistribusi adalah pembagian aplikasi secara 
logical dalam 3 lapisan (layer) utama [8], yaitu: 
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2.4.1.1 Layer Aplikasi 
Layer aplikasi merupakan layer yang akan langsung berhubungan dengan 
antarmuka. Layer aplikasi ini meliputi rich client interface dan thin client 
interface. Rich client interface merupakan antarmuka yang dibuat dengan 
menggunakan Microsoft Win32 APT atau Windows Form, sedangkan thin client 
interface merupakan aplikasi yang dibangun dalam web browser. 
2.4.1.2 Layer Bisnis 
Layer bisnis merupakan middle interface yang merupakan tempat terjadinya 
pernrosesan data sesuai dengan aturan bisnis seperti perhitungan biaya dan server 
side validation. Selain pada layer bisnis, aturan bisnis juga bisa diterapkan dalam 
basis data dengan menggunakan stored procedure dan view. 
2.4.1.3 Layer Data Akses 
Layer data akses merupakan layer yang menyediakan fungsi-fungsi yang 
mengakses basis data secara langsung bagi layer aplikasi dan layer bisnis. Fungsi-
fungsi tersebut rnisalnya insert, update, delete dan select serta fungsi-fungsi lain 
yang akan mengakses dalam basis data. 
2.4.2 Membangun Aplikasi Terdistribusi 
Untuk membangun aplikasi terdistribusi beberapa hal perlu menjadi 
pertimbangan adalah : 
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2.4.2.1 Pemodelan Aplikasi dan Data 
Untuk membangun aplikasi yang ditujukan untuk level enterprise memerlukan 
perencanaan secara konseptual, logical dan physical. Developer harus mengerti 
proses bisnis yang sedang berjalan, struktur data yang sudah ada dan akhimya 
mengusulkan sebuah solusi . 
Pemodelan aplikasi dan data adalah sebuah proses identifikasi, dokumentasi 
dan implementasi dari data dan proses yang dibutuhkan oleh aplikasi. Hal ini 
melibatkan data mdel dan proses yang sudah ada untuk melihat apakah dapat 
kembali digunakan dan juga melibatkan proses pembuatan dan model dan proses 
yang baru untuk disesuaikan dengan kebutuhan. 
Hal-hal yang penting dalam proses pemodelan ini adalah : 
• Identifikasi data dan proses yang berhubungan 
• Pendefinisian data (misalnya tentang tipe data, ukuran dan nilai asal) 
• Pendefinisan proses-proses operasional 
• Pemilihan teknologi penyimpanan data 
Salah satu untuk memodelkan aplikasi adalah dengan menggunakan Universal 
Modelling Language (UML ). UML adalah sebuah sistem notasi ten tang 
bagaimana cara mengkonsep, mengotomatisasi proses dan mengatur interaksi 
dengan user. Dengan menggunakan UML, kita dapat menggunakan notasi standar 
untuk mendefinisikan berbagai macam aktifitas dari user dan aplikasi dengan 
menggunakan [3]: 
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• Use Case Diagram 
Use case digram menggambarkan kebutuhan fungsionalitas sistem. Dari 
penggambaran use case diagram dapat diketahui sistem yang diinginkan oleh 
pelanggan. Use case diagram ini digambarkan dengan notasi, sementara 
penjelasan detail dari use case ini terdapat dalam use case spesification. 
• Activity diagram 
Diagram aktivitas ini menggambarakan alur dari use case yang ada. 
• Sequence Diagram 
Sequence diagram menggambarkan interaksi antar obyek berdasar urutan 
waktu 
• Collaboration Diagram 
Collaboration diagram menunjukkan interaksi diagram yang menunjukkan 
urutan message dengan mengimplementasikan operasi. 
• Deployement Diagram 
Deployememt diagram menunj ukkan hubungan antara device yang 
digunakan dalam sistem. 
Dengan menggunakan UML, kita dapat memvisualkan model yang seudah ada 
dan mengusulkan proses bisnis, arsitektur aplikasi, strutur data dan interaksi user. 
Diagram UML sangat memudahkan dalam memberi pengertian tentang cara keija 
dan bagaiman cara interaksi dari user. 
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2.4.2.2 Bahasa Pemrograman yang Digunakan 
Dalam pemilihan bahasa pemrograman yang akan digunakan dalam 
membangun aplikasi akan sangat tergantung pada pengalaman yang sudah 
dimiliki dan scope aplikasi yang akan dibangun. Apabila batasan aplikasi kecil 
maka biasanya aplikasi tersebut dibuat dengan menggunakan satu bahasa 
pemrograman, sedangkan apabila aplikasi yang akan dibuat batasannya besar 
biasanya dibangun dengan menggunakan beberapa bahasa pemrograman. 
Dalam proses pengembangan aplikasi Visual Studio .NET memeberikan 
banyak altematif bahasa pemrograman, diantaranya : 
1. Visual Basic .NET 
2. Visual C# .NET 
3. Visual C++ .NET 
4. Managed Extention for C++ 
5. Transact-SQL 
6. Beberapa bahasa script diantaranya 
Windows Scripting Host (WHS) 
Mtlll( PER~U51A~A&IIIi I 
tNSTITUT Tti(NeLC)•• I 
SE~ULUH - NO~f·aft 
VBScript, Jscript, Jscript .NET, 
Dari altematif bahasa pemrograman yang ada tersebut perlu dicari bahasa 
pemrograman yang sesuai dengan kebutuhan berdasarkan kelebihan dan 
kekurangan masing-masing serta kemampuan sumber daya developer. 
2.4.3 Teknologi Pengaksesan Data 
Dalam teknologi pengaksesan data untuk membangun aplikasi dengan 
menggunakan Microsoft Visual Studio .NET tersedia 3 altematifteknologi, yaitu : 
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2.4.3.1 ADO .NET 
ADO .NET secara spesifik dibuat untuk aplikasi yang bersifat message-
based application meskipun masih menyediakan fungsi-fungsi untuk digunakan 
oleh arsitektur yang lain. ADO .NET memaksimalkan data sharing dengan 
mengurangi jumlah koneksi yang aktif (active connection) pada basis data, 
sehingga mengurangi jumlah user yang memanfaatkan sumber (resource) yang 
ada pada server basis data. 
ADO .NET menyediakan banyak cara untuk melakukan pengaksesan data. 
Apabila aplikasi yang berbasis web atau XML web service membutuhkan akses 
pada banyak sumber data, membutuhkan proses saling berhubungan dengan 
aplikasi lain baik secara lokal maupun secara remote atau memanfaatkan data 
yang ada dicache maka dataset dapat menjadi alternatif yang bagus. Alternatif lain 
adalah ADO .NET juga menyediakan data command dan data reader untuk 
berkomunikasi secara langsung dengan data source. Operasi secara langsung 
dengan data command dan data reader ini meliputi proses menjalankan query dan 
stored procedure, membuat basis data obyek dan menjalankan proses menghapus 
dan mengubah secara langsung dengan menggunakan DDL command. 
Dataset merupakan struktur data yang bersifat relasional yang dapat ditulisi 
dan dibaca atau serialisasi dengan menggunakan :XML Komponen-komponen 
dapat saling berbagi data dengan menggunakan XML schema untuk 
mendefinisikan struktur relasional dari dataset Karakteristik utama dari dataset 
adalah data yang ada dalam dataset dapat diakses dan dimanipulasi dengan 2 cara: 
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1. Sebagai tabel dalam basis data relasional 
Dataset dapat berisikan satu atau lebih tabel ataupun tabel koleksi. Aspek 
penting dari dataset adalah dapat menjaga hubungan dari tabel-tabel yang 
dimiliki seakan-akan berada dalam memori dari penyimpanan data berelasi. 
2. Sebagai struktur XML 
Data yang berada dalam dataset dapat juga diakses sebagai data XML. 
Dataset menyediakan juga metode-metode untuk membaca dan menulis data 
sebagai XML ataupun membaca dan menulis dari dataset sebagai skema 
XML. 
2.4.3.2 ADO 
Sebagaimana ADO .NET, ADO juga dimanfaatkan dalam berbagai proses 
pembangunan aplikasi, seperti membangun front-end database client dan 
membangun middle tier business object. Proses penggunaan ADO 1m 
menggunakan koneksi secara terus menerus (live connection) pada data yang ada 
pada basis data berelasi maupun data source lain. 
ADO juga menyediakan fasilitas yang tidak ada pada ADO.NET seperti 
scrollable dan server side cursor. Namun demikian, karena server side cursor 
akan memakan resource yang ada dalam basis data server maka akan memberikan 
dampak negatif cukup besar pada masalah kinerja dan scalability pada aplikasi 
yang akan dibangun. Untuk mentransfer ADO recordset melalui firewall maka 
kita perlu mengeset firewall agar memungkinkan proses COM Mashaling request 
sehingga dapat semakin memperumit pengaturan sistem sekuriti. Cara lain untuk 
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mentransfer ADO recordset ini adalah dengan membentuknya menjadi format 
XML dan ditransfer sebagai text. 
2.4.3.3 OLE DB 
OLE DB merupakan teknologi yang mendasari ADO dan ADO .NET. OLE 
DB merupakan open standard untuk mengakses berbagai macam data source, 
baik yang merupakan sumber data relasional atau yang merupakan bukan 
relasional seperti TSAMNSAM dari mainframe, hierarchical database, email , file 
system, file text dan data geografis. 
2.4.4 Proses Komunikasi dalam Aplikasi Terdistribusi 
Untuk membuat aplikasi yang terdistribusi maka layer-layer yang telah 
dijelaskan sebelumnya dapat didistribusikan menjadi layer terpisah pada mesin 
lain. Ada beberapa pilihan pada .NET untuk melakukan komunikasi antar 
komponen antara lain : 
2.4.4.1 ASP .NET Web Service 
ASP .NET Web Service merupakan aplikasi yang menyediakan kemampuan 
untuk bertukar data alam lingkungan yang scalahle dan stateless dengan 
menggunakan standar protokol seperti HTTP, XML, XSD, SOAP dan WSDL. 
Web Service memungkinkan untuk membangun aplikasi yang modular di dalam 
satu perusahaan atau di perusahaan yang berbeda dalam lingkungan implementasi, 
platform dan perangkat keras yang berbeda. 
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Beberapa karakteristik ASP .NET Web service adalah sebagai berikut: 
• Komunikasi antar layer menggunakan XML Web service 
• Membutuhkan liS sebagai host aplikasi 
• Menyediakan fungsi-fungsi yang dapat diakses oleh client melalui 
SOAP/XML 
• Dapat memanfaatkan security system yang ada dalam liS 
• Tidak semua obyek dapat dilewatkan melalui web service 
• Tidak dapat melakukan proses debugging 
2.4.4.2 .NET Remoting 
.NET Remoting memungkinkan aplikasi yang berbeda untuk berkomunikasi 
satu sama lain tanpa mempedulikan apakah aplikasi tersebut berada dalam 1 
mesin yang sama atau berada dalam komputer yang berbeda, baik dalam satu 
local area network atau bukan. Berikut adalah proses dari remoting : 
Remoting process 
~not ng s ·:~s tc "" l 
Gambar 2.4 Proses remoting 
Remoting sistem akan membuat proxy obyek yang merepresentasikan class 
dan mengembalikan reference ke proxy ter kepada obyek client. Ketika 
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client rnernanggil suatu method, infrastruktur rernoting akan rnernenuhi panggilan 
tersebut, dengan mengecek tipe dari informasi dan mengirim ke server melalui 
channel. Channel akan membawa pesan pada server. Client remoting sistem akan 
mengembalikan hasil dari panggilan obyek client melalui proxy. 
Beberapa karakteristik yang ada dalam .NET remoting adalah sebagai berikut : 
• Komunikasi dilakukan dengan melakukan passing obyek antar layer baik by 
value maupun by reference. 
• Dapat melewatkan obyek tanpa kehilangan atribut apapun. XML web service 
tidak mempunyai kemampuan untuk memelihara detail obyek ketika 
dipasingkan 
• Mempunyai mekanisme pengaturan lifetime object, client activation, 
serialization format dan lain-lain 
• Tidak melakukan proses debugging. 
BABJ 
ANALISIS KEBUTUHAN SISTEM 
Bab ini membahas kebutuhan sistem akan sistem inventori yang dibuat 
untuk tugas akhir ini. Pendefinisian kebutuhan sistem ini digambarkan dalam 
notasi UML, yaitu berupa use case diagram, activity diagram, sequence diagram, 
view of participating class (VOPC) dan class diagram,. 
3.1 Analisis Kebutuhan Sistem 
Analisis kebutuhan mendefinisikan ruang lingkup sistem yang dibuat dalam 
tugas akhir ini . Sistem yang dibuat ini merupakan sistem dari rumah pemotongan 
a yam (RP A), sehingga sistem inventori yang dibangunpun berbeda dari sistem 
inventori lainnya. Dalam bab ini dijelaskan mengenai kebutuhan sistem sesuai 
dengan operasi bisnis dari rumah pemotongan ayam Pembahasan dimulai dari 
mendefinisikan use case diagram. Dari masing - masing use case kemudian 
didefinisikan activity diagram dan sequence diagramnya. 
Oleh karena itu pembahasan re-analisis kebutuhan ini terdiri dari : 
1. Use case Diagram 
Menjelaskan use case yang akan diimplementasi dalam sistem ini. 
2. Activity diagram 
Menjelaskan mengenai urutan aktivitas bisnis dari sistem di Rumah 
Pemotongan A yam. 
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3. Traceabilities diagram 
Diagram ini menunjukkan implementasi masin-masing use case yang 
diwujudkan dengan use case realization. 
4. Sequence Diagram 
Menjelaskan interaksi antar obyek berdasar urutan waktu. 
5. VOPC 
Menjelaskan class yang terlibat dalam satu use case. 
6. Class Diagram 
Menjelaskan relasi antar class yang merepresentasikan struktur dari sistem. 
Secara singkat, sistem yang dibuat dalam tugas akhir ini adalah sistem 
inventori yang mengatur proses pemasukan dan pengeluaran barang. Dari proses 
pemasukan dan pengeluaran barang ini akan diperoleh informasi posisi persediaan 
(stok) untuk masing - masing barang, untuk masing- masing gudang. Untuk 
memperoleh posisi persediaan stok ini setiap transaksi penerimaan dan 
pengeluaran barang harus diposting terlebih dahulu dan untuk membatalkan 
posting ini dilakukan proses unposting, namun proses unposting baru dapat 
dilakukanjika memenuhi beberapa kondisi yang akan dijelaskan pada Bah 4. 
Untuk memudahkan penjelasan sistem dari RP A ini, maka sistem inventori ini 
akan dibagi menjadi beberapa bagian, yaitu : 
3.1.1 Penerimaan Barang 
Modul ini berisi semua use case untuk proses penerimaan barang. Ada 2 aktor 
yang terlibat dalam proses penerimaan barang ini yang nantinya berinteraksi 
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langsung dengan sistem. Aktor tersebut adalah petugas gudang dan petugas 
gudang unloading. Perbedaan utama dari kedua aktor ini adalah jenis barang yang 
diterima dalam proses penerimaan barang. 
1. Gudang Unloading 
Gudang unloading ini hanya menerima ayam hidup. Ayam hidup yang 
diterima oleh gudang unloading ini berasal dari farm , yang kemudian akan 
diolah (mulai proses penyembelihan sampai dipotong-potong) oleh gudang 
produksi. Dalam gudang produksi ini ayam hidup akan melalui beberapa 
proses sebelum menjadi potongan ayam, proses-proses itu adalah killing, 
Eviscerating, chilli tank, cut up dan rendering. Gambar 3.1 adalah proses yang 
dilalui a yam mulai dari farm sampai menjadi potongan a yam. 
-farm~ 
-~ 
farm 
G. Unloading G. Produksi 
1. Killing 2. Eviscerating 3. Chill ing Tank 
Gambar 3.1 Proses yang dilalui ayam hidup mulai dari farm 
Istilah - istilah proses yang dilalui ayam ini akan dijelaskan pada 
Lampiran A Use case untuk aktor petugas gudang unloading pada modul 
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penerimaan barang ini hanya menerima ayam hidup. Gambar 3.2 adalah notasi 
UML untuk use case aktor petugas gudang unloading. 
Petugas Gudang 
Unloading 
(from Use Case View) 
Penerimaan LPAH 
Gambar 3.2 Use case aktor petugas gudang unloading 
Tujuan dari use case ini adalah mencatat seluruh transaksi penerimaan 
ayam hidup, termasuk didalamnya data timbang untuk masing-masing jenis 
a yam yang diterima pada 1 transaksi penerimaan, serta penghitungan jumlah 
ayam hidup yang diterima berdasar data ayam yang dikirim supplier dan data 
ayam yang mati di perjalanan ketika pengiriman. 
Dari use case ini kemudian dibuat activity diagram untuk menjelaskan alur 
ak:tivitas dari petugas gudang unloading ini . Activity diagram tersebut dapat 
dilihat pada gambar 3.3. Setelah menerima menerima ayam hidup, 
memvalidasi dokumen dan memisahkan a yam yang mati (ada kemungkinan 
ayam mati diperjanan), kemudian petugas menghitung dan menimbang ayam. 
Setelah ayam hidup dinyatakan diterima, data transaksi penerimaan ayam 
hidup ini diinputkan ke sistem dengan memasukan data timbang dan jumlah 
a yam yang diterima (yang diinputkan adalah jumlah ayam yang dikirim oleh 
fam, yang mati diperjalanan dan menurut perhitungan rumah pemotongan 
a yam ini). Jika LP AH ini disetujui oleh penyetuju LP AH, maka petugas 
mengistirahatkan ayam dan mengecek apakah ada ayam yang mati selama 
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proses menunggu, jika ada maka petugas membuatkan surat ijin pemusnahan 
ayam mati. 
Gudang Unloading 
_____ _.... __ ~ 
( Menerima ··.'1 
''··. I 
. Ayam hidup 
~-----··-·£ __ :·. 
l Validasi •·1 l Dokumen / 
···--r_j 
,.· Memisahkan ayam ~., 
( mati ' 
•' ·-.____,.N~~ .. -
Penyetuju 
T ---"ILf --.~~ 
/·,..M~·~;m-~-a-~-g-&--"' ----·~~-
{ menghitung Ayam ~ 
!... / ~ -----·---.... ___ T ___ ... 
/ .... 
i Membuat data ') 
1
\ timbang .. 
·-=-:v-__. 
----·---..,.......__ 
ya 
( Membuat LPAH ) 
/' Mencetak ·\ 
1, LPAH f·-···-··-------1-...:;·-~-/ l'utenyetujui \ 
,. ______ / --=-~---'!.~.) 
----~ 
QC 
/ l'u1enolak 
\ kiriman ayam j 
J ,., 
1 ••• "--'•') 
Gambar 3.3 Activity diagram untuk use case penerimaan LPAH 
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Dari use case diagram kemudian dibuat use case realization, untuk 
selanjutnya dibuat sequence diagram. Gambar 3.4 menjelaskan use case 
realization dari penerimaan LP AH. 
Penerimaan LPAH 
(from Penerimaan Barang) 
Peneri maan_ LPAH 
Gambar 3.4 Use case realization dari use case penerimaan LPAH 
Dalam sequence diagram ini ada beberapajlow, yaitu : 
• View 
Flow v1ew ini menjelaskan urutan interaksi obyek untuk melihat 
transaksi penenmaan ayam hidup. Gambar 3.5 menjelaskan urutan 
interaksi obyek untuk melihat transaksi penerimaan ayam hidup. 
Pada sequence diagram tersebut, proses yang teijadi adalah actor 
petugas gudang membuka FrmMain, dan memilih menu untuk transaksi 
penerimaan a yam hidup (FrmTBLP AH). Setelah user memilih peri ode 
maka class FrmTBLP AH akan memanggil prosedur loadData pada 
ClsMasterCustom dan ClsMasterCustom akan memanggil prosedur Get() 
pada DLTBLPAH yang berfungsi mengambil data pada basis data. 
DL TBLP AH akan mengisikan data ke dataset dengan prosedur Fill(). Dan 
FrmTBLPAH akan menampilkan data. 
: Petuga:s: Gudan... : FrrnMain 
:.. .. ' :.~J, .. ,.,. 
: Petugas Gudang 
. _ .. -·-·-""" . 
H/ \ ,I 
.... .....__..--,,./ 
• • 
: FrmMain 
Unlo!jding 1!1 
t : FrrnTBLPAH : Cl:s:Ma:s:terCu:s: ... 
: FrmTBLPAH : ClsMa:s:terCu:s:torn 
~~~ ' ' ' 
r ~,-------- -----·---·-·-----;.+-'· //pihh rnenuo : : 
: DLTBLPAH 
1 ~r---'~~~---:9 lo.dD~"() • i oo< J 
I I . -------,n---l: :'"0 J 
' 1 splay dataQ U : 
I ,::;,:· -·-=:~ : : 
I ,...... I I I : I 
~ ' 
' ' 
Gambar 3.5 Sequence diagram basic flow untuk use case penerimaan LPAH 
• Add 
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Flow add pada sequence diagram ini ditujukan untuk mengetahui 
urutan interaksi class jika petugas gudang unloading menambah transaksi 
penerimaan LP AH. Gambar 3. 6 menjelaskan urutan interaksi obyek untuk 
menambah transaksi penerimaan ayam hidup. 
Pada sequence diagram tersebut proses yang terjadi adalah user 
membuka form transaksi penerimaan ayam hidup dan mengentrikan data. 
FrmTBLPAH akan memanggil fungsi GetNewiD() pada sub sistem 
RunningNumber untuk mendapatkan TD transaksi . Untuk proses 
menytmpan data, FrmTBLPAH akan memanggil prosedur 
saveFilterdData() pada ClsMasterCustom dan ClsMasterCustom akan 
memanggil prosedur update(). Untuk proses mengisi data detail, user 
mengisi data produk dan data tim bang dari masing-masing produk, 
: Pe1ugas Guda ... 
: Petugas Gudang 
Unloading 
: FrmMain 
: FrmTBLPAH 
: IRunningNumber : IMasier 
: ClsMasterCustom 
Gambar 3.6 Sequence diagram add untuk use case penerimaan LPAH 
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: DLTBLPAH 
: DLTBLPAH 
" 
FnnTBLP AH akan memanggil prosedur saveFilteredData() pada 
ClsMasterCustom dan ClsMasterCustom memanggil prosedur update(). 
• Edit 
Flow edit pada sequence diagram ini ditujukan untuk mengetahui 
urutan interaksi class jika petugas gudang unloading mengubah transaksi 
penerimaan LP AH. Gambar 3. 7 menjelaskan urutan interaksi obyek untuk 
mengubah transaksi penerimaan ayam hidup. 
Pada sequence diagram tersebut, setelah data tertampil (untuk 
menampilkan data lihat bagian View dari use case ini) user memilih 
transaksi yang akan diedit datanya, kemudian melakukan pengubahan 
data. Untuk proses penyimpanan data sama dengan proses penyimpana 
data pada proses Add, yaitu FnnTBLP AH memanggil prosedur 
: Pttugas Gud ... . t : F"rmMairo .J. : F"rmTBLPAH ! : ClsMasltrCustomj : IMasltr ~ : DLTBLPAH j 
: Petugas Gudang 
Unloading 
' 
r----....... 
H) 
.... ._ ___ ,.; 
: F"rmMain 
: ClsMasterCustom 
!lopenO • • • • 
,y---------~~~ /lpilih menuo . : : : 
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J--~r-=-t~,.~ )lr: ··"·------'i-)Q. fill() 
I 't I 1 
1 I I I 
1 
IG~~~••••.,..•••J 
• • ~ ~'" . 
, /lpilih t~saksiO '· : , 
~-----::,': .l L_ ____ getP~. d() , ---+-·---------:-::1] splay prodQ 
I ~-------- --- ----------;~1~~----------------------~ ~~---- : : 
I f-·----··-··-·----·..:.··--·-··--·----.::, I saveFitteredData() : : , 1,1 ! .. :J··--------------·---·-·---··-~l·'t ·--· ·----·--···---···- ~~~~-=~? ................. ·~''l:.l 
I I 1 I 
I I I 1 
I I I 'f I 
Gambar 3.7 Sequence diagram edit untuk use case penerimaan LPAH 
saveFilteredData() pada ClsMasterCustom dan ClsMasterCustom akan 
memangg11 prosedur update() pada DLTBLPAH. 
• Delete 
Flow delete pada sequence diagram ini ditujukan untuk mengetahui 
urutan interaksi class jika petugas gudang unloading menghapus transaksi 
penerimaan LP AH. Gambar 3. 8 menjelaskan urutan interaksi obyek untuk 
menghapus transaksi penerimaan ayam hidup. 
Pada sequence diagram tersebut setelah data tertampil pada 
FrmTBLPAH (lihat bagian view dari use case ini), user memilih transaksi 
yang akan dihapus dan menyimpannya setelah proses penghapusan 
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: Petugas Gudan ... }. : FrmMain 
I , .. , ............. ···.····················•··• ............................... '·'·'·'''·'····, ,,,,, .....•..•..•.. ,.,.,,,.,,,, 
: FnnMain 
: Petugas Gudang 
!lopenO : , , 
rr---.......... _ .......... -·7-rf~ /lpilih menuQ : 
I j -----~· ' 
II L .............. -------~~ i~h-- __ ~~~~~ . . .... ... . .. .. ... : load DataQ ! , 
tl : .......................................... ;'"~~·r----------~~-c.! ......... -:.
1
. t ill( ) 
~ 7 : '-1 ---, 
' 1/del~eO ' •"--.. - ... J ,..l..__~ ...L---~-- .... I I ~ .... 
I 1 //saweo -----:11 """ . : I r-----:-------"u-':"'··~'"""0 1 ,,,~o( ) , 
!! : i ----~ 
U : : L 
I I I I 
I I I I 
I I I I 
' ' ' 
' ' ' 
' ' ' 
Gambar 3.8 Sequence diagram delete untuk use case penerimaan LPAH 
dilakukan ( untuk proses penyimpanan sama dengan proses penyimpanan 
pada bagian add atau edit dari use case ini) 
• Posting 
Flow posting pada sequence diagram ini ditujukan untuk mengetahui 
urutan interaksi class jika petugas gudang unloading memposting transaksi 
penerimaan LPAH. Gambar 3.9 menjelaskan urutan interaksi obyek untuk 
memposting transaksi penerimaan ayam hidup. 
Dari sequence diagram tersebut, setelah data tertampil pada 
FrmTBLP AH (lihat bagian view) dan memilih transaksi yang akan 
diposting, maka FrmTBLPAH memanggil prosedur posting() pada 
TBRule dan TBRule akan memanggil prosedur posting() pada DLStock. 
DLStock akan mengambil semua detail dari transaksi dengan memanggil 
fungsi GetDetailTB() pada DLTB. Setelah mengambil detail transaksi 
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: Petugas Gu ... : FrmMain : DLStook 
• • ( .. -"!"~"'··, (,.,..---..... 
\..., __ .) ~=~,_.....£~: 
• • 
: ClstJogerCustom : OLS1ook · QLTBLPAH 
: /lopenO : ~ t ______ ,_. 
f - ;;o--- ·~ 
I 
l!pilih meru() 
load~ataO 
' ' - ·:--- ~~-~--------~--------~~-------- ---------->1 \ fill() 
r:;:::::::::J 
l : 
splay dataQ 
·:,:::::::::J 
flpilih saksi 
............................. "j~ngQ ....................... ._ ... ;•• 
Gambar 3.9 Sequence diagram posting untuk use case penerimaan LPAH 
maka DLStock akan memanggil fungsi CheckSetup() untuk mengecek 
apakah barang sudah di-setup, kemudian memanggil prosedur 
SetupNewProduk() jika barang belum di setup, kemudian memanggil 
prosedur addStock() untuk menambah stok. FrmTBLPAH akan 
memberikan konfirmasi apabila proses posting sudah dilakukan atau gagal 
dilakukan. 
• UnPosting 
Flow edit pada sequence diagram ini ditujukan untuk mengetahui 
urutan interaksi class jika petugas gudang unloading menggagalkan 
posting transaksi penerimaan LP AH. Gambar 3.10 menjelaskan urutan 
interaksi obyek untuk menggagalkan proses posting transaksi penerimaan 
ayam hidup. 
: Petugas G ... : FrmM.ain : FrmTBLPAH J : ClsMa<lerCu ... J : TBRule : DLTBLPAH .. t. : DLSt~.<:k .. L : DLTB 
,,.--.,. H) 
................ ~ .... -~' 
(~---,) 
~ 
: Petugas Gudang : FrmTBLPAH 
: Clstu'bsterCustom : DLTBLPAH 
' 1/openQ ' ' 
r.·------·--------:;.. : //pilih menuQ ~ 
• //pilih 7od~-o------"' 
1
----- 1--------7• loadOata() 
------------~t· get~ : ----------------:-----------"~1 1ill() I . ---:--------] 
.I splay dataQ ~ ; _.,..------
~=~ : : /lpilih nsaksi 
' ' 
' ' 
' ' 
' ' 
e·-·-... ---··-----·---- .......... _ ... , _____ ...... _ ... "" 
llun lstingQ -
/.,....----~\ 
~ II 
-~ 
: DLS!ock 
un Postlng( ) : 
---------------~--------:i"n unPus~Filo( ) : 
: ~---------:----------------;;> l, get OetaiiTB() : 
1/dis py konfirmasiO 
~i::::~:::::J 
: c ; Fifo Oty() :•) 
.,;;:::_=:J 
delete Fifo( ) 
pdate Stock( ) 
~-] 
1 update( ) : ~--------------------'1) 
I ' 
Gambar 3.10 Sequence diagram unPosting untuk use case penerimaan LPAH 
54 
Pada sequence d;gram tersebut, setelah user memilih transaksi yang akan 
di unPosting maka FrmTBLP AH akan memanggil prosedur unPosting() 
pada TBRule, TBRule akan memanggil prosedur UnPushFifo() pada 
DLStock, DLStock akan mengambil detail dari transaksi dengan 
memanggil GetDetailTB(). Secara berurut-turut DLStock akan 
menjalankan prosedur CheckFifoQty(), deleteFifo(), updateStock() dan 
memanggil prosedur update() pada DLTB. FrmTBLPAH akan 
menampilkan konfirmasijika proses unPosting sudah selesai dilakukan. 
Berdasar sequence diagram di atas, diperoleh VOPC dari use case 
penerimaan ayam hidup. VOPC dari use case penerimaan LP AH dapat dilihat 
pada gambar 3 .11. 
TBRule 
(from Business Layer) 
~o:>tingO 
~nPostingO 
ClsMasterCustom 
(from Business Layer) 
IMa:>ter 
(from Data Access Layer) 
I Running Number 
~- Dala P.oc@U 1.¥ 0 
-M---~-~•·•v-••-••-•'"··-- •·•'••-••••••••--·••••,.••'•""'•'"'•"'''• \1 ------------------------··----
DLStock 
(from Data Access Layer) 
<>add StockQ 
<.check SetupQ 
~etup New Pro dO 
Qun Push FifoO 
~o:>tingQ 
~heck Fifo OtyO 
~deleteFifoO 
~pdate StockO 
~opQ 
CJ.check StockO 
()update FifoO 
~elete B P FifoO 
DLTB 
~oadDataOO 
~ave Filtered DataO 
(from Data Access Layer) 
\';.get OetaiiTBO 
QupdateO 
!\)get New IDO 
\ 
···~. 
DLTBLPAH 
(from Data Access Layer) 
<#getO 
1\afiiiO 
~pdateQ 
Gambar 3.11 VOPC use case penerimaan LPAH 
Class yang terlibat dalam penerimaan ayam hidup adalah : 
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a. FnnMain : class ini merupakan layer aplikasi yang menjadi menu 
utama dari sistem inventori ini. 
b. FrmTBLP AH : class ini merupak:an layer aplikasi yang menampilkan 
form transaksi penerimaan ayam hidup. 
c. ClsMasterCustom class 1m merupakan bisnis layer yang 
menjembatani antara layer aplikasi dan layer data akses 
d. TBRule : class ini merupakan bisnis layer yang mengatur alur untuk 
menyimpan transaksi berdasar FIFO 
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e. DLStock : class ini merupakan data akses layer untuk mengambil dan 
menyimpan data stok dan FIFO 
f. DL TB : class ini merupakan data akses layer untuk mengarnbil detail 
transaksi penerimaan. 
g. DLTBLPAH : class ini merupakan data akses untuk mengambil dan 
menyimpan data transaksi . 
h. !Master : class ini merupakan interface dengan subsistem Master 
1. IRunningNumber : class ini merupakan interface dengan subsiste, 
RunningNumber. 
2. Gudang Non Unloading 
Yang termasuk gudang non unloading ini adalah semua gudang selain 
gudang unloading (untuk selanjutnya disebut gudang saja). Jenis barang yang 
diterima oleh gudang ini adalah semua barang, selain ayam hidup. Gambar 
3.12 adalah use case untuk aktor petugas gudang non unloading (untuk 
selanjutnya disebut petugas gudang). 
Penerimaan Hasil Produksi 
·· Penerimaan Barang Lain 
·' 
• Petugas Gudang 
(from Use Case View) 
Penerimaan Pembelian Penerimaan Transfer In 
Gambar 3.12 Use case untuk petugas gudang 
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1. Menerirna Pernbelian 
Tujuan dari use case ini adalah mengelola seluruh transaksi 
penerimaan pembelian barang. Mengelola yang dimaksut disini mencakup 
melihat, menambah, mengubah, menghapus, memposting dan 
rnenggagalkan proses posting transaksi . 
2. Menerima Hasil Produk:si 
Tujuan dari use case ini adalah mengelola seluruh transaksi hasil 
produksi ( dari gudang produksi). Mengelola yang dimaksut disini 
rnencakup rnelihat, rnenarnbah, mengubah, rnenghapus, rnernposting dan 
menggagalkan proses posting transaksi. 
3. Menerima Barang Other (Penerimaan lain -lain) 
Tujuan dari use case ini adalah mengelola informasi transaksi 
penerirnaan lain - lain. Mengelola yang dirnaksut disini rnencakup 
melihat, menambah, mengubah, menghapus, memposting dan 
menggagalkan proses posting transaksi . 
4. Menerima Transfer In 
Tujuan dari use case ini adalah untuk rnengelola transaksi penerirnaan 
transfer barang dari gudang lain. Mengelola yang dimaksut disini 
mencakup melihat, menambah, mengubah, menghapus, memposting dan 
menggagalkan proses posting transaksi. 
Berikut akan dijelaskan activity diagram, sequence diagram dan VOPC 
untuk use case penerimaan lain-lain. Gambar 3.13 menjelaskan aktivitas yang 
dilakukan oleh petugas gudang. Setelah petugas gudang menerima barang 
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G udang Penyetuju 
' 
-···---········J~---··-·-···"" ( Menerima \ 
.- \. _ _!~,/~th.~E.. ) 
,...- Menghitunglrnenimbang ·\ 
.., barang '-~~---···=c··-·---~-/ 
.... ··· Menginput penerima3n \ 
\, b3rang ,I 
·..., ,/·' 
Gambar 3.13 Activity diagram untuk petugas gudang 
kemudian menimbang dan menghitung barang dan menambahkan transaksi 
penerimaan lain-lain ke sistem. Setelah mencetak bukti transaksi penerimaan 
lain dan menyerahk:an pada penyetuju, jika transaksi yang dimasukkan 
disetujui , maka petugas dapat mengubah status trallSa:ksi dan menambah stok. 
Aktivitas ini dilakukan dalam sistem. 
Dari activity diagram kemudian dibuat use case realization dan sequence 
diagram. Gambar 3.14 menjelaskan use case realization dari use case 
penerimaan lain-lain. 
Peneri maan Barang La in 
(from Penerimaan Barang) 
Penerimaan barang lain 
Gambar 3.14 Use case realization untuk use case penerimaan lain-lain 
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Sequence diagram untuk use case penerimaan lain-lain ini juga dibagi 
menjadi beberapa flow, yaitu : 
• View 
Basic flow ini menjelaskan urutan interaksi obyek untuk melihat 
transaksi penerimaan lain-lain. Gambar 3.15 menjelaskan urutan interaksi 
obyek untuk melihat transaksi penerimaan lain-lain. 
: Petugas Gudang j 
,.. ......... 1 
"·rJ --.-
~ '':.. 
: Petugas Gudang 
/lopenO 
: FrmMairo 
: FrmMain 
: FrmPer.erimaa~ .. . J : ClsMasterDeta i l i : DLT9Lain 
,, ,:L,J:i!b,:,,, --~~-~.-Pi:.~-··· --~· ... ··-~:: ........ , ... _~--~-~·-· _,_, 
(~-- (-~f 
\"---..-) ~ 
1'--- -., 
H 1 
\, __ ./ 
: FrmPenerimaanl.ainlainN : ClsMasterDetail : DLTBL.ain 
- ~------------------------------·-··---;~' 1 l lpilih menuO : : : 
I~~ =J--~··""'-"'0 ---4 
load Data() r--------l' l~il ____ ge~_o __ ~- 0 
. -'"rl fill() 
lJ U< -:J 
I splay dataO 
... 
0 
0 
0 
0 
Gambar 3.15 Sequence diagram basic flow untuk use case penerimaan lain-lain 
Pada sequence diagram tersebut, proses yang teijadi adalah aktor 
petugas gudang membuka FrmMain, dan memilih menu untuk transaksi 
penerimaan lain-lain (FrmPenerimaanLainLainN). Setelah user memilih 
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periode maka class FrmPenerimaanLainLainN akan memanggil prosedur 
loadData pada ClsMasterDetail dan ClsMasterDetail akan memanggil 
prosedur Get() pada DLTBLain yang berfungsi mengambil data pada basis 
data. DL TBLain akan mengisikan data ke dataset dengan prosedur Fill(). 
Dan FrmPenerimaanLainLainN akan menampilkan data. 
• Add 
Flow add pada sequence diagram ini ditujukan untuk mengetahui 
urutan interaksi class jika petugas gudang menambah transaksi 
penerimaan lain-lain. Gambar 3.16 menjelaskan urutan interaksi obyek 
untuk menambah transaksi penerimaan lain-lain. 
: Petugas: Gud.a ... : FrmMain : FrmPenerim.J ... : tMast&r : IGL 
: Petugas Gudang : frmM!Iin : FrmPenerimaanL.ainlainN ~ II L.... _'_IG-L __.) 
: IRunningNu... : Clsl\Aaste!O... : DLTBLaln 
;'.--~-... 
{ ;I 
.:·::---:':'~ .. 
: DLTDL.oin 
: Clsii.GsterOet>il --
Gambar 3.16 Sequence diagram add untuk use case penerimaan lain-lain 
Pada sequence diagram tersebut proses yang terjadi adalah user 
membuka form transaksi penerimaan lain-lain dan mengentrikan data. 
FrmPenerimaanLainLainN akan memanggil fungsi GetNewlD() pada 
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subsistem RunningNumber untuk mendapatkan TD transaksi . 
FrmPenerimaanLainLainN akan mengambil GLMID, GLSID, Produck 
dan UOM dengan berturut-turut memanggil fungsi GetGLMID(), 
GetGLSID(), GetProduct() dan GetUOM() Untuk proses menyimpan data, 
FrmPenerimaanLainLainN akan memanggil prosedur saveData() pada 
ClsMasterDetail dan ClsMasterDetail akan memanggil prosedur update(). 
• Edit 
Flow edit pada sequence diagram ini ditujukan untuk mengetahui 
urutan interaksi class jika petugas gudang mengubah transaksi penerimaan 
lain-lain. Gambar 3.17 menjelaskan urutan interaksi obyek untuk 
menambah transaksi penerimaan lain-lain. 
: Petugas Guda .. . 
: Petugas Gudang 
Unloading 
' 
' 
: FrmMain : FrmTBLPAH 
f-(--'\ 
' f \, _ __ 4f 
: FrmTBLPAH 
: /lopenO , , 
: ClsMasterCustom 
~ ( ) 
"-....--' 
: ClsMasterCustom 
: !Master 
/...,...-.... , 
. ) 
: !Master L 
: DLTBLPAH 
-·1-- · /lpilih menuO • ~ _ '•~ - o = tl---1-oa_do_at_aO_.::;.:;.,.;'I-------9-et_O~------::::;.,-
lill( ) 
, : ~:: :J /~isplay dataQ I 
, , I 
: u·:: =:J ·: 
/lpilih t$saksi0 r--: 
! L 1/e~itO 
' getP(Od() 
-~.]' 
-- f 
splay prod() 
I< J . 
I ~----~~-l-lsajr-: eO_--==-
u ! 
' 
' 
1 
save Filtered Data() : :l ']1-----u- pd_at_e(-+)----,: 
' 
' 
' 
Gambar 3.17 Sequence diagram edit untuk use case penerimaan lain-lain 
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Pada sequence diagram tersebut, setelah data ditampilkan (lihat bagian 
View dari use case ini) user memilih transaksi yang akan diedit datanya, 
kemudian melakukan pengubahan data. Untuk proses penyimpanan data 
sama dengan proses penyimpana data pada proses Add, yaitu 
FrmPenerimaanLainLainN memanggil prosedur saveData() pada 
ClsMasterDetail dan ClsMasterDetail akan memanggil prosedur update() 
pada DLTBLain. 
• Delete 
Flow delete pada sequence diagram ini ditujukan untuk mengetahui 
urutan interaksi class jika petugas gudang menghapus transaksi 
penerimaan lain-lain. Gambar 3.18 menjelaskan urutan interaksi obyek 
untuk menghapus transaksi penerimaan lain-lain. 
Pada sequence diagram tersebut setelah data tertampil pada 
FrmPenerimaanLainLainN (lihat bagian view dari use case ini), user 
memilih transaksi yang akan dihapus dan menyimpannya setelah proses 
penghapusan dilakukan (untuk proses penyimpanan sama dengan proses 
penyimpanan pada bagian add atau edit dari use case ini) 
• Posting 
Flow edit pada sequence diagram ini ditujukan untuk mengetahui 
urutan interaksi class jika petugas gudang memposting transaksi 
penerimaan lain-lain. Gambar 3.19 menjelaskan urutan interaksi obyek 
untuk memposting transaksi penerimaan lain-lain. 
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: Petugas <>udang : FrmMain : FrmPenerimaanla ... J. : ClsMasterDetail j : DLTBLain 
{"".--....," __ _....""'""".., ,.....-·~. •... ..-~·-·~.\ ~( ") H) ( '\ \ .) ,. 
\.,..-.,_ ..... r ,o' ··,, ____ /' '...____.~.-~ ~
: Petugas Gudang : FrmMain : FrmPenerimaanlainlainN : ClsMasterDetail : DLTBlain 
/lopenO : : 
r ·---------·- . -;;. ·' l lpilih menuQ : : 
r c=~:~_;E=  ·~ .. d~o >0 
load Data() : 
---·-····-.. -·~···-··-.. ·-·-.. ·-··-5:t< ~· !l : 1-~----n "Kl I lF"-~-J l splay dataQ I, 
;: --.., 
save Data() 
·---~---·-·-·-·--··-·-·--~-> ·1 update( ) ·······--·--····----·-····:;.,] 
I L: 
Gambar 3.18 equence diagram delete untuk use case penerimaan lain-lain 
Dari sequence diagram tersebut, setelah data tertampil pada 
FrmPenerimaanLainLainN (lihat bagian view) dan memilih transaksi yang 
akan . diposting, maka FrmPenerimaanLainLainN memanggil prosedur 
posting() pada TBRule dan TBRule akan memanggil prosedur posting() 
pada DLStock. DLStock akan mengambil semua detail dari transaksi 
dengan memanggil fungsi GetDetailTB() pada DLTB. Setelah mengambil 
detail transaksi maka DLStock akan memanggil fungsi CheckSetup() 
untuk mengecek apakah barang sudah di-setup, kemudian memanggil 
prosedur SetupNewProduk() jika barang belum di setup, kemudian 
memanggil prosedur addStock() untuk menambah stok. 
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FrmPenerimaanLainLainN akan memberikan konfirmasi apabila proses 
posting sudah dilakukan atau gagal dilakukan. 
: FrmMain : Cls:Mas:te ... : DLTBLain : DLStock j : DLTB 
Q~_ . ""...-.-......, ~=) ..-:-. .~ ~~- (~..--....... .... . ..----... H ) / ~, /' ,, t \"-.__j (~} { ) ., ) { } • .. ..___ • .J ~ ~ ~ 
: FrrroMain : FrmPenerimaanlainlainN : TBRule : ~lsMasterOetail : OLTBLain : OLStock : OLTB 
r'r·-------------------···--.,~., .............................. ;~'I! 1----·-··-----------------------':.• 
lJ 
posting( ) 
: posting( ) 
-----~---·-----------------~-·---- --~ 
: : lgetOetaiiTB() 
'· 
' 
1/dis~lay konfirrroasiO 
' 
-0:::------------' 
: , ¢ eck;~:P7P. 
:;;;:::::::==:~ 
Gambar 3.19 Sequence diagram posting untuk use case penerimaan LPAH 
• UnPosting 
Flow edit pada sequence diagram ini ditujukan untuk mengetahui 
urutan interaksi class jika petugas gudang menggagalkan posting transaksi 
penerimaan lain-lain. Gambar 3.20 menjelaskan urutan interaksi obyek 
untuk menggagalkan proses posting transaksi penerimaan lain-lain . 
: Petugas Gudang 
: FrmPenerimaanl.ainlainN 
: DLTBL.ain 
!lopenO : '! 
\-----~-----------------·;. .... 1 IJPilih menuQ ! : : : 
t /lpilih riod.;Q--------'-?<~, : : : --~----- -----·;...- ex~cuteOueryO : : . ___ ____!!~ ~~~~-----'7-- ·······- -i~;;j·o-;;;;(·)·········-t···--------------------i····················=~[J 
_I ----------l~ ' .. -----~~~[ _ ----- . -;li' 1111() 
1 lid splay dataO / ,r:;;::-:::::::".1 
: ~~- ------] .• : 
' /lpilih t nsaksi , : 
·'r-·------- -----------"'-'· , . ~ /lunP stingO • : : 
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: DLTB 
_,.--..... 
\l.l \ 
.! ~
------------- .. --·-----··----;,.. I unPostinb() • . unPus~Fifo() ' 
~--~-~-----------.J-------~r - • ! I : .· ,-------:--·-······c:>or et Detai!TB( l 
I I : : -------~,1'1 
-;' : ch ckFifoQty( ~ 
' ' 
1/disP,tay konfirmasiO 
Gambar 3.20 Sequence diagram unPosting untuk use case penerimaan lain-lain 
Pada sequence digram tersebut, setelah user memilih transaksi yang 
akan di unPosting maka FrmPenerimaanLainLainN akan memanggil 
prosedur unPosting() pada TBRule, TBRule akan memanggil prosedur 
UnPushFifo() pada DLStock, DLStock akan mengambil detail dari 
transaksi dengan memanggil GetDetailTB(). Secara berurut-turut DLStock 
akan menjalankan prosedur CheckFifoQty(), deleteFifo(), updateStock() 
dan memanggil prosedur update() pada DLTB. FrmPenerimaanLainLainN 
akan menampilkan konfirmasi j ika proses unPosting sudah selesai 
dilakukan. 
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Berdasar sequence diagram di atas, diperoleh VOPC dari use case 
penerimaan lain-lain. VOPC dari use case penerimaan lain-lain dapat dilihat 
pada gambar 3.21. 
FrmMain 
(fr~m Application Layer) 
., 
\ 
\ (fr~ m Business Layer) '· ... ~,,.. \ 
DLStock • ;--.~\ 
s~om Data Access Layer) ">saveDataO -... /,-,,) 
··---···--------·- (>loadDataO { 
'9addStod(l ~ 
ClsMasterOetail ·~,-. 
DLTBLain 
(from Data Access Layer) 
DLTB 
'9 checkS etu PO 
">setupNewProdO 
~unPushF ifoO 
'9posting0 
'9ch e ckF ifo QtyO 
(from Data Access Layer) '9deleteFifoO (>execute Query()() 
<t>ge10) 
~pdateO 
<:>tiiiO 
\l>getoetaiiTBO 
'bupdateO 
'9updateStod(l 
'9popQ 
<:>checkStod(l 
'9u p date F ifoQ 
'9deleteBPFifoQ 
IGL 
(fr~m Data Access Layer) 
I Master 
(from Data Access Layer) 
~getProdQ 
~getuOMO 
~gefllb'rhsldQ 
.... ~)~:-"""'"\ 
t.._,t 
IRunningNumber 
(from Data Access Layer) 
~getNewiDQ 
Gambar 3.21 VOPC untuk use case penerimaan lain-lain 
Class yang terlibat dalam penerimaan lain-lain adalah : 
a. FrmMain : class ini merupakan layer aplikasi yang menjadi menu 
utama dari sistem inventori ini. 
b. FrmPenerimaanLainLainN : class ini merupakan layer aplikasi yang 
menampilkan form transaksi penerimaan lain-lain. 
c. ClsMasterDetail : class ini merupakan bisnis layer yang menjembatani 
antara layer aplikasi dan layer data akses 
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d. TBRule : class ini rnerupakan bisnis layer yang rnengatur alur untuk 
menyimpan transaksi berdasar FIFO 
e. DLStock : class ini merupakan data akses layer untuk mengambil dan 
menyimpan data stok dan FIFO 
f. DL TB : class ini rnerupakan data akses layer untuk rnengarnbil detail 
transaksi penerimaan. 
g. DL TBLain : class ini merupakan data akses untuk: mengambil dan 
menyimpan data transaksi. 
h. TMaster : class ini rnerupakan interface dengan subsistern Master 
1. IGL : class ini merupakan interface dari subsistem GL 
J. IRunningNumber class illl merupakan interface dengan subsiste, 
RunningNumber. 
3.1.2 Pengeluaran Barang 
Bagian ini akan menjelaskan proses untuk pengeluaran barang. Terdapat 2 
aktor yang berhubungan langsung dengan proses pengeluaran barang ini , yaitu 
aktor petugas gudang unloading dan aktor petugas gudang. Untuk petugas gudang 
mengeluarkan semua jenis barang kecuali a yam mati, yang hanya dilakukan oleh 
aktor petugas unloading. Berikut penjelasan masing - masing use case untuk aktor 
petugas gudang. Notasi UML dapat dilihat pada garnbar 3.22. 
Penge!uaran Lain-lain 
Pengeluaran Penjualan 
Pengeluaran Trans! er Out 
Pet ugas Guda ng 
(from Use Case View) 
Pengeluaran Umum 
Retur Pembelian 
Pengeluaran Barang Afk ir 
Gambar 3.22 Use case diagram pengeluaran barang 
1. Pengeluaran Penjualan 
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Tujuan dari use case ini adalah mengelola transaksi pengeluaran 
pe~ualan. Mengelola yang dimaksut disini mencakup melihat, menambah, 
mengubah, menghapus, memposting dan menggagalkan proses posting 
transaksi. 
2. Pengeluaran Barang Other (Pengeluaran lain - lain) 
Tujuan dari use case ini adalah mengelola transaksi pengeluaran lain -
lain. Mengelola yang dimaksut disini mencakup melihat, menambah, 
mengubah, menghapus, memposting dan menggagalkan proses posting 
transaksi . 
3. Pengeluaran Produk Afkir 
Tujuan dari use case ini adalah mengelola yang berhubungan dengan 
proses pemusnahan stock afkir di gudang. Mengelola yang dimaksut disini 
mencakup melihat, menambah, mengubah, menghapus, memposting dan 
menggagalkan proses posting transaksi . 
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4. Pengeluaran Transfer Out 
Tujuan dari use case ini adalah untuk mengelola transaksi pengeluaran 
transfer barang ke gudang lain. Mengelola yang dimaksut disini mencakup 
melihat, menambah, mengubah, menghapus, memposting dan menggagalkan 
proses posting transaksi. 
5. Pengeluaran Umum 
Tujuan dari use case ini adalah mengelola transaksi pengeluaran umum. 
Mengelo1a yang dimaksut disini mencakup melihat, menambah, mengubah, 
rnenghapus, rnernposting dan rnenggagalkan proses posting transaksi . 
6. Retur Pembelian 
Tujuan dari use case ini adalah mengelola transaksi pengeluaran umum. 
Mengelola yang dimaksut disini mencakup melihat, menambah, rnengubah, 
rnenghapus, rnernposting dan rnenggagalkan proses posting transaksi . 
Dari use case diagram kemudian dibuat use case realization. Gambar 3.23 
menjelaskan realization untuk semua use case dalam modul pengeluaran barang . 
. ~--.......--·--- )<.:}·---' ~ 
.......... _ ... ? '~ 
Pengeluar.an B.a rang A1kir Pengeluaran b.arang a1kirPengelu.ar.an Penjualan Pengeluaran penjualan Pengeluaran Umum Pengeluaran umum 
(from Pengeluaran Barang) 
Pengeluaran Lain-lain Pengeluaran lain- lain 
from Pengeluaran Barang) 
(from Pengeluaran Barang) (from Pengeluar.m Barang) 
/ ... -·······-·-~ ..r -· ...... c __ __..,_),<f.- .. j, 
Retur Pembelian 
Pengeluaran Transfe r Out Pengeluaran tranfer out 
Retur pembelian 
(from Pengeluaran Barang) (from Pengeluaran Barang) 
Gambar 3.23 Use case realization untuk modul pengeluaran barang 
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Berikut ini akan dijelaskan activity diagram, sequence diagram dan VOPC 
untuk use case pengeluaran lain-lain. Use case-use case yang lain memiliki 
kesamaan dengan sequence diagramnya, yang berbeda hanya class yang terlibat, 
yaitu boundary (FrmKeluarLain2) dan entity (DLBPLain), yang namanya 
disesuaikan dengan nama masing-masing use case. 
Gambar 3.24 menjelaskan aktivitas yang dilakukan oleh petugas gudang untuk 
proses pengeluaran barang lain - lain. Setelah petugas gudang DPB (Daftar 
Permintaan Barang) kemudian petugas menghitung barang yang akan dikeluarkan 
dan membuat transaksi pengeluaran lain-lain ke sistem. Setelah mencetak bukti 
transaksi pengeluaran lain dan menyerahkan pada penyetuju, jika transaksi yang 
dimasukkan disetujui, maka petugas dapat mengubah status transaksi dan 
mengurangi stock. Aktivitas ini dilakukan dalam sistem. 
Dari activity diagram kemudian dibuat use case realization dan sequence 
diagram. Gambar 3.25 menjelaskan use case realization dari use case pengeluaran 
lain-lain. 
Sequence diagram untuk use case penerimaan lain-lain ini juga dibagi menjadi 
beberapa flow, yaitu : 
• View 
Flow view ini menjelaskan urutan interaksi obyek untuk melihat transaksi 
pengeluaran lain-lain. Gambar 3.26 menjelaskan urutan interaksi obyek untuk 
melihat transaksi pengeluaran lain-lain. 
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Gud.ang (from Penerim.a.an B.ar.ang Lain) 
i "'"'"'""""'""'''''''''''"''"''""'""''''''""'"'''''' 
Penyetuju (from Penerimaan Bara ... 
::::::~::::::::::::::::::~:::~;:;:;;:;:::::;:;:·: ... 
Gambar 3.24 Activity diagram untuk use case pengeluaran lain-lain 
Pengeluaran Lain-lain 
(from Pengeluaran Barang) 
Pengeluaran lain-lain 
Gambar 3.25 Use case realization untuk use case pengeluaran barang lain 
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: Petugas Gudar.g : FrmMa ir. : FrmKeluarLair.2 : ClsMasterDetail 
~-(~---\\ • • 
.. :;!:~ r--- /··-<S-,,, ,----... '\ ( ') H" ) ( ) \."-__..) ~ / •, 
' --~ ........ ____...~ ., • • : FrmMair. 
: FrmKeluarLair.2 : ClsMasterDetail : DLBPLair. : Petugas Gudang 
' ' /lopenO , , , : 
n-----~.: ' 1/pilth menuO : : : 
I
I llp!lih p iodeQ -------::;.{' : ' 
r------------ -------;:;: executeOue ry( ) , 
I
I //pilih g angO .. ------------------ ----------- ---· r'- '- ·-- --- -->(1 
. r·····---------·-·········- : ·-- --· --------:~ ~ ___ --~~~D:t_a~ ~ ___ ~- ~ get( ) : 
I ! ,.,.,,., .~.., 1~-------------------------------;:lJi~ 
I ' ·--:----·--::::::1 I ' I ~-~~· : 
' I ~ : I 
Gambar 3.26 Sequence diagram basic flow untuk use case pengeluaran lain-lain 
Pada sequence diagram tersebut, proses yang terjadi adalah aktor petugas 
gudang membuka Frrn.Main, dan memilih menu untuk transaksi pengeluaran 
lain-lain (FrmKeluarLain2). Setelah user memilih periode maka class 
FrmKeluarLain2 akan memanggil prosedur load.Data pada ClsMasterDetail 
dan ClsMasterDetail akan memanggil prosedur Get() pada DLBPLain yang 
berfungsi mengambil data pada basis data. DLBPLain akan mengisikan data 
ke dataset dengan prosedur Fill(). Dan FrmKeluarLain2 akan menampilkan 
data. 
Add 
Flow add pada sequence diagram ini ditujukan untuk mengetahui urutan 
interaksi class jika petugas gudang menambah transaksi pengeluaran lain-lain. 
Gambar 3.27 menjelaskan urutan interaksi obyek untuk menambah transaksi 
pengeluaran lain-lain. 
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: Petugas Guda... : FrmMa ln 
• • 
: Pet\Jaas Gudang 
· fnm Keluarlain1 
, /lopenO 
/~ilih menuO : 
~ )~~ ... ---.~ [-·-·-.::JQi--~---, [-·----··=~----, ( \ i _,:1 ' I .~. '--~---·-·-··------J ·-----·-·-----··--··· _! R~~~~·~-~~-~~ l ·-~/ 
: ClsMa.rorDetGil ~ 
' ' ' ·------········---~~ -~· , ,-xecuteOueryO , : : 
l!pilih dangO 
-.---1 ()--.......,. 
l.------------------------------:------------------"'--·----------------------~----------------------:----------------·---7""' 
' ' ' 
' ' ' 
' ' ' -~---···········--- ..................... ··;'> : getNewiD() 
::·.~:::~~-~~~~~-~ ~~~-~~:~~::::=·.~-;~~I~----------------------,1.1 
getGLSid() • I i : 
:·-·····"'•"••···"······ .. -···-----------:·-----------------······---~i: ... h : 
I display G lMid : ' ;J 
' ' 
' ' 
··;::::::] 
' ' 
' ' 
I display G LS ld 
' ' 
........ ~.:::;ii 
-----++--·--'>/'· : s•v•D~•() , , 
11~~~:-~----~-----T-------~r~---lf .. ,  ~ l'di:spli!y UOM '; : : : : /lent etaiiO ·:.:::::::::.] ! ! ! j ! ::::=~-==:~-::::_ ... o--:::::::=:=:::::. •··········· ..... --·· ... ···!······ .. - - ---- - ~~~~-Dt~~2 ... ------ ············f ···········-- ---- :c1lf--- ~~~~~~-)-->,-l 
Gambar 3.27 Sequence diagram add untuk use case pengeluaran lain-lain 
Pada sequence diagram tersebut proses yang teTjadi adalah user membuka 
form transaksi penerimaan lain-lain dan mengentrikan data. FrmKeluarLain2 
akan memanggil fungsi GetNewiD() pada subsistem RunningNumber untuk 
rnendapatkan ID transaksi. FrrnK.eluarLain2 akan rnengarnbil GLMID, 
GLSTD, Produck dan UOM dengan berturut-turut memanggil fungsi 
GetGLMID(), GetGLSID(), GetProduct() dan GetUOM() Untuk proses 
menyimpan data, FrmKeluarLain2 akan memanggil prosedur saveData() pada 
ClsMasterDetail dan ClsMasterDetail akan rnernanggil prosedur update(). 
• Edit 
Flow edit pada sequence diagram ini ditujukan untuk rnengetahui urutan 
interaksi class jika petugas gudang rnengubah transaksi pengeluaran lain-lain. 
: !Master I : IGL J : DLTBL. .. J. 
I----~~M;~~;-li _____ :I8"L ___ J_ _____ _! -----: Petugas Gudang 
' ffopenO ' ' 
: ::: : flpilih menuO : 
(.F--\ 
\ ) 
~
: DLTBI.ain 
r L--·-·----~~~~-~~- ~~=.::-.:=: .: executeOu~ryO 1 I flpilih gu angO ··· , : ) J 
~--·-·--·-·r- -·---·---~,.. load Data() : : : U 
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I
. ·-----;,. t----~-getO --~---- :· : fill() 
r I ~~~~:.-~~aO ! ! lJ::-·-·-····1 
' 1""'-·-··---J getP () . • • I -. . I I I 
' ~ =:4-~B: . 
: ~m~ ~ ' ~ 
n--·--···--· r--------;o. , , 
I f/( i~~~~~ldO : : 
I~ i play GLS ldO : 
i I - ~~~~-~~dO 
I p--~:~.~-~ ....:..~-~-J 1/ed~ D ~ • 
1/sav 0 '· I : : 
~ I ~--=~-~~~:r-~L;Tl········-·--·-·-·-··-t·--~dat-~~---·- : -·····-···-·-····-;~ 
Gambar 3.28 Sequence diagram edit untuk use case pengeluaran lain-lain 
Pada sequence diagram tersebut, setelah data ditampilkan (lihat bagian 
View dari use case ini) user memilih transaksi yang akan diedit datanya, 
kemudian melakukan pengubahan data. Untuk proses penyimpanan data sama 
dengan proses penyimpana data pada proses Add, yaitu FrmK.eluarLain2 
memanggil prosedur saveData() pada ClsMasterDetail dan ClsMasterDetail 
akan memanggil prosedur update() pada DL TBLain. 
• Delete 
Flow delete pada sequence diagram ini ditujukan untuk mengetahui urutan 
interaksi class j ika petugas gudang menghapus transaksi pengeluaran lain-lain. 
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Gambar 3.29 menjelaskan urutan interaksi obyek untuk menghapus transaksi 
pengeluaran lain-lain. 
: Petugas Gudang : FrmMain J : FrmKeluarLain2 " : ClsMasl:erDetail ! : DLBPLa in -~~~~ .. ,..:::.::~-"" -· -- .•. , . •. ,~ -., . - .,.., .. 
" 
,;-, 
~~=) "~' • • ¥ ~=) / --\ ./·· ..... ( ) I ) f ., ~~-
; : Petugas Gudang • • : Fnnl\,1ain : Fnnt<etuarl.ain2 : ClsMasterOetail : OLBPL.ain 
' 
i ' /lopenO ' ' ' • ' ' ' ' ' 
r 
'-
' ' ' ' /lpilih menuO ' ' ' 
' ' ' -
' ' /!pili eriodeO -· ' ' executeQ~eryO ' ·- ' 
' ttpm udangQ 
' ·y I ' load Data( ) ' 
u 
' ' 
·-
' ' 
.. , getO ' 
' 
' 
-I fill() I I 
' 
I I [f-E---l 
' 
' 
' ~ ' ' l splay dataO ' 
' 
' :,;=:.l 
' 
' 
' //pili ~nsaksi 
' 
If • 
·~ 
I 
let eO I ·------------~ ------------7 
veo 
·~ 
save Data( ) 
u 
'· update( ) 
""0 
' 
' ' 
' ' 
Gambar 3.29 Sequence diagram delete untuk use case pengeluaran lain-lain 
Pada sequence diagram tersebut setelah data tertampil pada 
FrmKeluarLain2 (lihat bagian view dari use case ini), user memilih transaksi 
yang akan dihapus dan menyimpannya setelah proses penghapusan dilakuk:an 
( untuk: proses penyimpanan sama dengan proses penyimpanan pada bagian 
add atau edit dari use case ini) 
• Posting 
Flow edit pada sequence diagram ini ditujuk:an untuk: mengetahui urutan 
interaksi class jika petugas gudang memposting transaksi pengeluaran lain-
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lain. Gambar 3.30 menjelaskan urutan interaksi obyek untuk memposting 
transaksi pengeluaran lain-lain. 
: BPRule : ClsMaster ... j : DLBPLain. ! : DLStock I : DLBP i 
.,, 
: Petugas G ... 
• • /.r<S..\ /'~ ..... ~--... /--.... ..... --.... 
\ I ( ) ( \} ( ) ( ) \.. ' \. ... .. \ J ...._ __ . r 
-...._ ~ ~ .~. / 
: Petugas Gudang : FrmMain : FrmKeluart..lin2 ~ : ClsMasterDetail : DLBPt..lin : OLStock : OLBP 
• ' 
Gambar 3.30 Sequence diagram posting untuk use case pengeluaran lain-lain 
Dari sequence diagram tersebut, setelah data tertampil pada 
FrmKeluarLain2 (lihat bagian view) dan memilih transaksi yang akan 
diposting, maka FrmKeluarLain2 memanggil prosedur posting() pada BPRule 
dan BPRule akan memanggil prosedur pop() pada DLStock. DLStock akan 
mengambil semua detail dari transaksi dengan memanggil fungsi 
GetDetailBP() pada DLBP. Setelah mengambil detail transaksi maka DLStock 
akan memanggil fungsi checkStock() untuk mengecek stok barang, kemudian 
memanggil prosedur createBPFifo() di DLBP. Dan DLStock berturut-turut 
memanggil prosedur bpFifo() dan minStock() untuk mengurungi stok.. 
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• UnPosting 
Flow edit pada sequence diagram ini ditujukan untuk mengetahui urutan 
interaksi class jika petugas gudang menggagalkan posting transaksi 
pengeluaran lain-lain. Gambar 3.31 menjelaskan urutan interaksi obyek untuk 
menggagalkan proses posting transaksi pengeluaran lain-lain. 
: PE!tuga:s: Gudang 
' ex~cuteOuery() 
getDet'.ai!BP() 
- tupdateFito(tl 
·....----;.i"r 
~pdateStock( ): 
' ~elete B P Fifo( ~ 
-~---~·--~ ... 
updat~Hd() ' 
: "LI 
Gambar 3.31 Sequence diagram unPosting untuk use case pengeluaran lain-lain 
Pada sequence digram tersebut, setelah user memilih transaksi yang akan 
di unPosting maka FrmKeluarLain2 akan memanggil prosedur unPosting() 
pada BPRule, BPRule akan mengambil detail dari transaksi dengan 
memanggil GetDetailTB() pada DLBP(). BPRule berturut-turut akan 
memanggil prosedur updateFifo(), updateStock(), deleteBPFifo() pada 
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DLStock dan memanggil updateHd() pada DLBP. FrmKe1uarLain2 akan 
menampilkan konfirmasi jika proses unPosting sudah selesai dilakukan. 
Berdasar sequence diagram di atas, diperoleh VOPC dari use case 
pengeluaran lain-lain. VOPC dari use case pengeluaran lain-lain dapat dilihat 
pada gambar 3.32. Class yang terlibat dalam pengeluaran lain-lain adalah : 
a. FrmMain : class ini merupakan layer aplikasi yang menjadi menu utama 
dari sistem inventori ini . 
b. FrmKeluarLain2 : class ini merupakan layer aplikasi yang menampilkan 
form transaksi pengeluaran lain-lain. 
c. ClsMasterDetail : class ini merupakan bisnis layer yang menjembatani 
antara layer aplikasi dan layer data akses 
d. BPRule : class ini merupakan bisnis layer yang mengatur alur untuk 
menyimpan transaksi berdasar FIFO 
e. DLStock : class ini merupakan data akses layer untuk mengambil dan 
menyimpan data stok dan FIFO 
f DLBP : class ini merupakan data akses layer untuk mengambil detail 
transaksi pengeluaran. 
g. DLBPLain : class ini merupakan data akses untuk mengambil dan 
menyimpan data transaksi . 
h. !Master : class ini merupakan interface dengan subsistem Master 
1. IGL : class ini merupakan interface dari subsistem GL 
J. IRunningNumber : class ini merupakan interface dengan subsistem 
RunningNumber. 
FrmMain 
(from Application Layer) 
(from 9 usi ness Layer) 
FrmKeluarLain2 ··• •.. 
··~ ......... ~-~ 
(from Application Layer)··--.. 
DLStock 
\ 
\ 
'· ~ .. 
\ 
.... .............. 
---~ ..... 
I Master 
(from Data Access Layer) 
'··-..._~ .::;g etP ro dO 
··----~-- <;.getuOMO 
~-"--- ~g etwrhsl dO 
.... "::;..':;.,_,... .. .._, 
1,...._,/ 
IGL 
(from Data Access Layer) 
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(from Dab Access Layer) 
., 
'OgetGLMidQ 
~getGLSidO 
DLBP 
(from Data Access Layer) 
~getDetaiiBPO 
·~createBPFifoO 
'~>bpFifoO 
<:>minStockQ 
<ilupdateHdO 
==~ ~~~:!~:~~:::0:s::::~:e~:i~~:···--,~:~:~ ~.----, 
<:setupNeuuProdQ :==-~===-==.::~ ( \ 
">u nPushFifoO \ / ~aveDataO • ~ 
'-postingO ~loadDataO ~
{.checkFifoQtyQ DLTBLain 
IRunningNumber 
(from Data Access Layer) ~deleteFifoO 
~update Sto ckO 
<:>popO 
(from Data Access Layer) :::-:::::.::::..=:::::::::::::.-:: 
<\:>ch e ckSto ckQ 
<:>update F ifoO 
~deleteBPFifoO 
<:>execute Query()() 
<\:>getQO 
t>updateO 
~iiiO 
<:>getNewiDO 
Gambar 3.32 VOPC dari use case pengeluaran lain-lain 
3.1.3 Monitoring Stok 
Berikut ini akan dijelaskan proses untuk memonitor stok, yaitu melihat 
posisi stok akhir dari barang tertentu dan untuk gudang tertentu beserta rincian 
detail jumlah pemasukan barang berdasar FIFO. Use case untuk proses ini dapat 
dilihat pada gam bar 3. 3 3. 
Petugas Gudang 
(from Use Case View) 
Cetak Posisi persediaan Barang 
Monitor Stock 
Cetak Ka rtu stock 
Gambar 3.33 Use case untuk monitoring stok 
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Namun pada bagian ini akan dijelaskan use case monitor stok saja, untuk use case 
cetak kartu stok dan cetak posisi persediaan barang akan dijelaskan pada modul 
report pada bagian lain dari bah ini. Dari use case diagram dibuat use case 
realization. Gam bar 3. 34 menunj ukkan use case realization dari use case monitor 
stok. 
Monitor Stock 
(from Monitoring Stock) 
Monitor stock 
Gambar 3.34 Use case realization untuk use case monitor stok 
Dari use case realization kemudian dibuat sequence diagram. Gambar 3.35 
menunjukkan sequence diagram dari use case monitor stok. 
: Petugas Gudang : FrmMain : FrmMonitorStockJ : ClsMasterCust. .. ~ 
: FrmMain : FrmMonitorStock : ClsMasterCustom 
: Petugaf Gudang 
• • 
: DLMonStock 
., 
' 
' 
n !lopenO f-----·-::;,.·-.,.., 1/pilih menuQ 
I ···-·-··--·-·--··-·-······-;;. -~r= executePuery() . : 
I 
L.J 
' 
' 
' 
//pilih G u~angO --~----·-7-n 
,--~~~~-~---·---~~- ~----~-~--~----....------.:::;:... I I 
,. loadDataO ' ' 
--------------------)·r·r getQ -- : 
--------·--·--1] 
I. isplay dataO L : 
Gambar 3.35 Sequence diagram untuk use case monitor stock. 
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Pada sequence diagram tersebut, proses yang terjadi adalah aktor petugas 
gudang membuka FrmMain, dan memilih menu untuk monitor stok 
(FrmMonitorStock). Setelah user mernilih gudang maka class FrmMonitorStock 
akan memanggil prosedur load.Data() pada ClsMasterCustom dan 
ClsMasterCustom akan memanggil prosedur Get() pada DLMonStock yang 
berfungsi mengambil data pada basis data. DLMonStock akan mengisikan data ke 
dataset dengan prosedur fill() . Dan FrmMonitorStock akan menampilkan data. 
Dari sequence diagram kemudian dibuat VOPC untuk use case ini. 
Gambar 3.36 menjelaskan VOPC dari use case monitor stok. Class yang terlibat 
dalam pengeluaran lain-lain adalah : 
a. FrmMain : class ini merupakan layer aplikasi yang menjadi menu 
utama dari sistem inventori ini. 
FrmMain FrmMonitorStocl< 
(from Application Layer) (from Application Layer) 
I 
_ .. ---~.\ _1." 
( k----·-·-.. --·---( \ 
'\.., ) l\ ) 
_--.......:.::_. ...._ __ .. / 
DLMonStocl< 
(from Data Access Layer) 
~executeQuery(() 
C IsM aste rC usto m 
(from Business Layer) 
~JoadDataOO 
~aveFilteredDataO 
Gambar 3.36 VOPC dari use case monitor stok 
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b. FrmMonitorStock : class ini merupakan layer aplikasi yang 
menampilkan form monitor stok .. 
c. ClsMasterCustom class ini merupakan bisnis layer yang 
menjembatani antara layer aplikasi dan layer data akses 
d. DLMonStock : class ini merupakan data akses untuk mengambil data 
3.1.4 Laporan 
Modul ini akan menjelaskan proses untuk mencetak report. Gambar 3.37 
menjelaskan sequence diagram untuk mencetak repot. Pada sequence diagram 
tersebut, user membuka FrmMain dan memilih menu untuk mencetak laporan 
(FrmFilterReport). Setelah user memilih filter FrmFilterReport akan memanggil 
prosedur load() dari FrmReport. FrmReport memanggil prosedur fill() pada 
BRReport dan BRReport memanggil prosedur fill() pada DLCommonReport. 
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!·•·•·•·:•·•·• P·•·•·••e·•·•t"u''""g''"a'''s''''''''G'"''"u'""d'''''a'''"r.""g"''"'''""'"'''"'"'''''""':'" .. r .' .,m,,,,,.,M.,,,,ain J : FrrnFilterReport : FrmReport j : BRReport [ : DLCornmonR. .. . J 
: Petuga~ Gudang : Frmlutlin : FrmFitterReport : BRReport : DLCommonReport 
' 
: /lopenO 1 
.-!-r---- ;: ' 1/pilih rnenuQ , 
/I ----------------------------------:0; -' get Gu~ng() 
I ll --- ~--~-~~~=----:::[; : tc splay prodQ : ·:1 
I I -:~~---------] : : 
I
I I ffd!S~~Y gudangQ : 
I -. J~ LJ 1/pilit) fitterQ 1""-[~------------'------------- ::: J load() 
j ~c~ ll 
J-...;:--·- I 
! : 
r ' 
fill() 
Gambar 3.37 Sequence diagram untuk mencetak laporan 
Dari sequence diagram, kemudian dibuat VOPC. Gambar 3.38 
menjelaskan VOPC dari use case mencetak report. Class yang terlibat dalam 
mencetak laporan adalah : 
a. Frm.Main : class ini merupakan layer aplikasi yang menjadi menu utama 
dari sistem inventori ini . 
b. FrmFilterReport: class ini merupakan layer aplikasi sebagai filter laporan 
yang akan dicetak 
c. FrmReport : class ini merupakan layer aplikasi sebagai class pemanggil 
class pada layer bisnis 
d. BRReport : class ini merupakan layer bisnis yang menjembatani antara 
layer aplikasi dan layer data akses 
FrmMain FrmFilterReport FrmReport 
(from Application Layer) (from Application Layer) (from Application Layer) 
\ / 
\~ ~/ 
::~ J> ~l 
.~ ---""-
F \ / ~, 
/ ,~,,-· ,I \ 1, /"'::----------, ) 
\ .. ~ _..,~./ \......_ ..... 
. ____. 
DLCommonReport 
(from Oat:a Pccess Layer) 
~iiiO 
BRReport 
(from Business Layer) 
'tgetProdO 
~getGudangQ 
~iiiO 
~loa dO 
Gambar 3.38 VPOC untuk use case mencetak laporan 
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e. DLCornrnonReport : class ini rnerupakan layer data akses yang rnengarnbil 
data pada basis data. 
Use case specification dari masing- masing use case akan dijelaskan pada 
lampiran A 
3.2 First In First Out 
Metode FIFO ini digunakan untuk proses posting transaksi penerimaan dan 
pengeluaran terutama dalam kaitannya pencatatan harga barang. Konsep 
penyediaan inforrnasi nominal ini berdasar urutan waktu pernasukan barang. 
Untuk keperluan penerapan metode FIFO ini, semua informasi penerimaan barang 
akan disimpan berdasar urutan waktu. 
BAB4 
PERANCANGANPERANGKATLUNAK 
Bah ini membahas perancangan perangkat lunak secara menyeluruh, 
meliputi perancangan basis data dengan menerapkan ORDBMS serta perancangan 
arsitektur untuk aplikasi yang terdistribusi. Perancangan ini merupakan penerapan 
dari teori yang telah dijelaskan pada bah 2. 
4.1 Keterkaitan dengan Sistem Lain 
Sistem inventori ini bukanlah sistem yang berdiri sendiri, melainkan 
merupakan bagian dari sebuah sistem yang kompleks. Sistem yang kompleks 
tersebut, dipecah-pecah menjadi subsistem-subsistem untuk mempermudah proses 
pembuatannya, salah satunya adalah sistem inventori ini, sehingga sistem ini 
berkaitan atau berhubungan dengan sistem yang lainnya. Dengan kata lain, sistem 
inventori ini membutuhkan data dari sistem yang lain dan sebaliknya, sistem yang 
lain juga membutuhkan data dari sistem inventori ini. Gambar 4.1 adalah 
gambaran keterkaitan sistem inventori ini dengan sistem lain dan sebaliknya. 
Gambar 4.1 menjelaskan bahwa sistem inventori ini dapat menggunakan 
interface yang disediakan oleh subsistem - subsistem yang berada dilevel 
bawahnya (General Ledger, Running Number, Master) untuk mendapatkan 
informasi yang terdapat pada subsistem tersebut. Dan sistem inventori ini juga 
akan menyediakan suatu interface agar dapat digunakan oleh subsistem yang 
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<<subsystem>> 
Delivery 
<<subsystem>> 
Generalledger 
<<subsystem>> ' <<subsystem>> <<subsystem>> 
Purchasing Sales Production 
<<subsystem>> 
Running Number 
<<su bsystem>> 
Master 
Gambar 4.1 Keterkaitan sistem inventori dengan sistem lain 
berada pada level di atasnya. 
4.2 Arsitektur Sistem 
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Arsitektur untuk sistem inventori ini didasarkan pada Enterprise Architecture, 
yang dibagi menjadi 3 logical layer, yaitu : 
1. Layer Aplikasi 
Layer ini merupakan layer yang menyediakan antarmuka untuk aplikasi. 
Validasi sisi client juga dilakukan pada layer ini. Untuk sistem inventori ini 
antarmuka menggunakan GUI Windows UI, yang dibangun dalam framework 
.NET dengan bahasa C#. 
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2. Layer Bisnis 
Layer ini menangani segala sesuatu yang berkaitan dengan proses bisnis. 
Dalam sistem inventori, proses bisnis yang dijalankan pada layer ini adalah 
proses posting dan unposting transaksi penerimaan dan pengeluaran. 
3. Layer Data Akses 
1m: 
Layer ini akan mengembalikan hasil query atas permintaan dari layer 
bisnis atau melakukan proses ke basis data( insert, update, delete). 
Gambar 4. 2 adalah arsitektur yang diterapkan untuk pembuatan tugas akhir 
<<layer>> 
Application Layer 
············r -------------··---··· 
.. ; 
<<layer>> 
Bus ness Layer 
<<layer>> 
- _, Data Access Layer 
•••. •. i 
Gambar 4.2 Arsitektur sistem inventori 
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Penjelasan arsitektur : 
1. Layer Aplikasi 
Layer Aplikasi menggunakan aturan bisnis yang berada di layer bisnis 
untuk. proses posting dan unposting transaksi penerimaan dan pengeluaran. 
(Contoh form yang menggunakan business layer ini adalah FrmTrmBeli.cs 
yang menggunakan method posting(string pTD) yang berada pada layer 
bisnis yang digunakan untuk memposting transaksi penerimaan 
pembelian) 
2. Layer Bisnis 
Layer bisnis digunakan oleh layer aplikasi, seperti yang telah dijelaskan 
sebelumnya. 
Layer bisnis menggunakan layer data akses untuk proses akses ke basis 
data (insert, update dan delete) 
3. Layer Data Akses 
Layer ini digunakan untuk akses ke basis data, dan atau yang akan 
mengembalikan hasil query di database untuk dikembalikan ke layer 
bisnis. 
4.3 Arsitektur Distribusi 
Disamping menerapkan enterprise architecture, sistem ini juga didesain untuk 
menerepakan konsep muti tier ( distribusi). Konsep dari distribusi yang 
menggunakan .NET remoting ini adalah mernisahkan layer dalam mesin yang 
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berbeda. Chane! yang digunakan untuk transport pesan dari dan ke remote obyek 
adalah channel HTTP. 
Client 
HTTP f' ' "~~-~~~~·~~-"""'"] 
~ Object ~ 
~ .............................................. ] 
Mesin 1 Mesin 2 
Gambar 4.3 Remoting menggunakan HTTP 
Sequence diagram pada gambar 4.4 menggambarkan urutan interaksi class 
untuk proses distribusi . Class Frm mewakili aplikasi layer yang 
mengimplemenstasi interface IMasterDetail, IMasterCustom, IMasterLarge dll 
yang membutuhkan layer data akses. ClsMasterDetail akan memanggil prosedur 
GetDL() pada ClientManager. ClientManager inilah yang akan mendapatkan 
proxy object yang ada pada mesin yang berbeda. ClientManager akan 
mengembalikan instance dari DLFactory dan DLFactory inilah yang akan 
menciptakan obyek yang dibutuhkan Frm. 
4.4 Pembuatan Basis Data dengan Menerapkan ORDBMS 
Pembuatan basis data dengan menerapkan ORDBMS berbeda dengan basis 
data dengan menerapkan RDBMS. Berikut beberapa perubahan pada pembuatan 
basis data yang menerapkan ORDBMS. 
[··--- : -F~m ·-·-·-] 
~-~---~-~---··-
[··-··--···-·-----] ClsMasterDetail 
····------.. ······· ---- ··-
/lgetDLQ 
r-.-·------------··--··-',=:::o .. .r, getDL() 
-···-·---·-···--'-~-~~ j;:_onfig F romXM LO 
"'~ 
gjetlnstanceO 
~~:········=] 
ge p F acloryProxy() 
~"--::::::J -..:~---···-·· 
ge ~ F actoryProxy() 
~===~=] 
QE LO 
: DLF a ¢tory 
[
·----------··-·] : DLF aclorv 
~--··----·--·-·---·-· 
u 
····-··--------·-·-----·······--·-·--·--·-·-· - ·-····-·--·--·-············-·············)1.("] 
r 
' 
' 
' 
"1" 
' 
' 
Gambar 4.4 Urutan interaksi class untuk proses distribusi 
4.4.1 Perbedaan Query Dasar pada RDBMS dan ORDBMS 
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Query yang digunakan untuk basis data yang menerapkan Oracle obyek 
berbeda dengan RDBMS. Untuk dapat membandingkan antar query dalam 
RDBMS dan query pada ORDBMS akan digunakan contoh relasi antara table 
yang merupakan master detail seperti berikut ini : 
WHTBHD 
TBID VA15 <M:> 
AUDLOG AUDITLOG_ TYP 
·~( 
MSWAREHOUSE 
Wrhs ID VA10 <M> 
WrhsName VA30 <M> 
·~ -~ l anggota dari _T 
WHTBDT 
rtm t:Gra1g . <larlillo:,l d---------1 ·~~ TB Seq N4 <M:> I 
Trans lnoty N15,2 
~; Ue1erln;a 
TBProduct 
_± 
MSPRODUCT 
Prod Code VA25 <M:> 
Prod Type VA1 <M > 
Prod Name VA50 <M > 
1' 
ProdukUOM 
t 
~ :)-,, 
Gr 
I 
oupProduk 
..._) 
r:.:.. 
MSUOM ~dklluerJIIie 
f--------+-f:::;.._::)-.\ 
UOM Code VA10 <M> 1 
UOM Alias VA10 onversiSatuan 
UOM Deso VA128 f"-<)-_...J t===========:::=:::j 
Gambar 4.5 Contoh tabel yang berelasi pada RDBMS 
91 
Berikut ini adalah beberapa contoh query berdasar table tersebut di atas dalam 
RDBMS : 
• Query select 
Pada RDBMS relasi antara table dihubungkan dengan foreign key. Berikut 
adalah syntax query pada RDBMS untuk mendapatkan nama warehouse : 
select a.tbid, a.wrhsid, b.wrhsname 
from whtbhd a, mswarehouse b 
where a.wrhsid = b.wrhsid 
Dalam query tersebut di atas dibutuhkan kondisi untuk mendapatkan nama 
warehouse yang tepat. 
• Query Insert untuk Header 
Untuk menambahkan data pada table WHTBHD, maka query berikut 
dapat dijalankan : 
Insert into WHTBHD (Ibid, wrhsid) 
values ('0303.06.PL.0001 ', 'A002') 
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• Query Insert untuk Detail 
Untuk menambahkan data pada detail WHTBHD, yaitu table WHTBDT 
maka query berikut dapat dijalankan 
Insert into WHTBDT (tbid, tbseq, prodcode, transinqty) 
Values ('0303.06.PL.0001', 1, 'A3240015R', 1 00) 
• Query Update untuk Header 
• 
Untuk mengubah data pada header maka query berikut dapat digunakan : 
Update WHTBHD set wrhsid = 'D001 ' 
where a.tbid = '0303.06.PL.0001' 
• Query Update untuk Detail 
Untuk: mengubah data pada detail maka query berikut dapat digunakan: 
Update WHTBDT set transinqty = 250 
Where TBID = '0303.06.PL.0001' and TBSeq = 1 
• Query Delete untuk Header 
Untuk menghapus data pada header maka query yang digunakan adalah: 
Delete WHTBHD where TBID = '0303.06.PL.0001' 
• Query Delete untuk Detail 
Untuk menghapus pada detail maka query yang digunakan adalah sebagai 
berikut : 
Delete WHTBDT where TBID = '0303.06.PL.0001' and TBSeq = 1 
Masih berdasar table yang sama, dalam ORDBMS masing-masing entitas 
utama dijadikan tipe obyek yang kemudian dibuat table obyek sesuai dengan 
93 
kebutuhan. Perbedaan yang paling mendasar antara konsep RDBMS dan 
ORDBMS adalah pada relasi master-detail, di ORDBMS relasi ini diwujudkan 
dengan nested table, yaitu table WHTBDT dijadikan inner table dari WHTBHD. 
Dan relasi antara table (misal antara WHTBHD dan MSWarehouse tidak 
d1wujudkan dengan foreign key namun d1relas1kan dengan object reference, 
sehingga pada table WHTBHD akan menyimpan OlD dari MSWarehouse ). 
Sehingga dengan adanya beberapa perbedaan ini maka query dasar yang 
digunakan dalam ORDBMS berbeda dengan query yang digunakan pada 
RDBMS. Berikut adalah contoh query dasar pada OR DBMS : 
• Query Select 
Query select pada ORDBMS sedikit berbeda dari RDBMS. Perbedaan itu 
terletak pada query select yang mehbatkan 2 tabel. Dalam RDBMS ke 2 tabel 
ini saling berelasi dengan foreign key sebagai penghubung, namun dalam 
ORDBMS tabel obyek yang 1 akan menyimpan referensi dari tabel obyek 
yang lain. Misal relasi antara master penerimaan (WHTBHD yang mempunyai 
primary key TBTD) dengan gudang (MSW AREHOUSE yang mempunyai 
primary key WRHSID). Query select untuk mendapatkan nama gudang pada 
ORDBMS adalah sebagai berikut : 
select a.tbid, a.wrhsid.wrhsid, a.wrhsid.wrhsname 
from whtbhd a 
• Query Insert untuk Header 
Query menambah data untuk header berbeda dengan query pada RDBMS, 
perbedaannya terletak pada pendefinisian obyek untuk detail yang merupakan 
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nested table dan penyimpanan tipe REF dari tabel obyek lain yang berelasi . 
Berikut adalah contoh query menambah data intuk master penerimaan : 
Insert into whtbhd (tbid, trxdate, wrhsid, whtbdt) 
values ('0303.06.PL.0001 ', to_date('23/05/2003','dd/mm/yyyy'), (select ref(w) from mswarehouse w where 
w.wrhsid = 'A002'), whtbdt ntabtyp()) 
• Query Insert untuk Detail 
Query menambah data untuk detail ini digunakan untuk menginsertkan 
data pada nested table. Berikut adalah contoh query menambah data untuk 
detail dari master dengan id = 0303.06.PL.0001 . 
Insert into table(select a.whtbdt from whtbhd where tbid = '0303.06.PL.0001 ') 
(tbseq, prodcode, uomnonstd, transinqty) 
values(1 , (select ref(p) from msproduct p where p.prodcode = 'A3240015R'), (select ref(u) from msuom u 
where u.uomcode = 'kg'), 1 DO) 
• Query Update untuk Header 
Query mengubah untuk header pada ORDBMS 1m sama dengan query 
update pada RDBMS. 
Update whtbhd a 
set a.wrhsid =(select ref(w) from mswarehouse w where w.wrhsid = '0001 ') 
where a.tbid = '0303.06.PL.OD01' 
• Query Update untuk Detail 
Query mengubah data untuk detail sedikit berbeda dengan RDBMS. 
Berikut adalah contoh query update untuk detail yang merupakan nested table. 
Update table( select a.whtbdt from whtbhd where tbid = '0303.06.PL.0001 ') b 
set translnQty = 250 
where b.tbseq = 1 
• Query Delete untuk Header 
Query untuk menghapus data pada master sama halnya pada RDBMS. 
Delete whtbhd where tbid = '0303.06.PL.0001' 
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• Query Delete untuk Detail 
Query untuk menghapus data pada detail yang merupakan nested table 
sedikit berbeda dengan RDBMS. 
Delete table( select a.whtbdt from whtbhd where tbid = '0303.06.PL.0001')b 
where b.tbseq = 1 
Berikut akan dijelaskan data model dari sistern yang berdasar ORDBMS 
beserta dengan pembuatannya ke dalam basis data ( dalam hal ini database 
menggunakan Oracle 9i). Untuk menyederhanakan data model maka akan dipecah 
menjadi beberapa data model. Data model ini menggambarkan relasi antara tipe 
obyek, table obyek, nested table dan relasi jika 1 obyek rnereferensi obyek yang 
lain. 
1. Data model Penerimaan Barang 
Data model penerimaan barang yang digambarkan pada gambar4.3 
diperoleh berdasar dari Analisis sistem akan proses penerimaan barang yang 
teljadi pada rurnah pernotongan ayarn , seperti yang telah diuraikan dalam 
Bab3. 
2. Data Model Pengeluaran Barang 
Data model untuk pengeluaran barang ini juga peroleh berdasar Analisis 
sistem akan proses pengeluaran barang yang telah diuraikan pada Bah 3. Data 
model untuk pengeluaran barang ini dapat dilihat pada gambar 4.4. 
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Gambar 4.6 Data model Penerimaan Barang 
3. Data Model Stock 
Data model untuk stock ini diperoleh berdasar Analisis sistem pada Bab 3. 
Data model ini nantinya digunakan untuk menyimpan informasi stok per 
barang untuk masing-masing gudang dan menyimpan proses pemasukan dan 
pengeluaran barang berdasar konsep FIFO. Data model untuk stok dapat 
dilihat dalam gambar 4.5 
Relasi antara class : 
1. Dependency Relationship : Relasi ini tetjadi antara table obyek dan tipe 
obyek, hal ini dikarenakan perubahan pada tipe obyek akan mengakibatkan 
perubahan pada table obyek 
Gambar 4. 7 Data model pengeluaran barang 
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/ _.:.L..__ +PROOCOOE ,~ ------------
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Gambar 4.8 Data model Stock 
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2. Association Relationship : Relasi ini teTjadi antara obyek tipe dengan nested 
table-nya dan juga antara suatau tipe obyek dengan APPROVAL_ TYP atau 
AUDLOG TYP 
3. Aggregation Relationship : Relasi ini teTjadi antara suatu tipe obyek yang satu 
dengan tipe obyek yang lain yang merepresentasikan hubungan "part-whole" 
Ada 2 pendekatan untuk dapat mengimplementasikan ORDBMS, yaitu : 
1. Membuat object table 
2. Membuat object view untuk mereprsentasikan virtual tabel obyek dari data 
yang berelasional yang sudah ada. 
Namun dalam tugas akhir ini dipakai pendekatan pertama, yaitu membuat 
tabel obyek. Berdasar analisis sistem dan desain data model seperti yang telah 
dijelaskan pada bab 3, berikut ini akan dijelaskan implementasi pembuatan basis 
data dengan menerapkan ORDBMS. Dalam penerapan ORDBMS ini, entitas 
utama akan dijadikan tipe obyek dan referensi obyek (object reference) akan 
merepresentasikan relasi diantaranya. Dari tipe obyek ini kemudian di jadikan 
table obyek sesua dengan kebutuhan, sementara multi valued attribute akan 
diimplementasi dalam tipe koleksi (collection type) 
4.4.2 Mendefinisikan Tipe 
Membuat user defined type dengan menggunakan statemen CREATE TYPE. 
Berikut adalah pembuatan dari masing -masing tipe obyek: 
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1. Pernbuatan MSUOM TYP 
Instance MSUOM_TYP adalah obyek yang merepresentasikan satuan dari 
produk (tabel obyek MSPRODUCT akan mereferensi ke tabel obyek 
MSUOM yang merupakan instance dari MSUOM _ TYP). Dan script untuk 
rnernbuat t1pe obyek 1tu dalarn basis data Oracle91 dapat d1hhat sebaga1 
berikut: 
create or replace type MSUOM_TYP as OBJECT ( 
UOMCODE VARCHAR2(10), 
UOMCONVTO VARCHAR2(10), 
UOMALIAS VARCHAR2(10), 
UOMDESC VARCHAR2(128), 
UOMCONVFACTOR NUMBER(12,6) 
2. Pembuatan MSWHGROUP TYP 
Tipe obyek MSWHGROUP _ TYP merepresentasikan group dari gudang 
(pada pembuatan tipe obyek MSWAREHOUSE_TYP akan mereferensi tipe 
obyek ini). Dan script untuk membuat tipe obyek itu dalam basis data Oracle9i 
dapat dilihat sebagai berikut : 
create or replace type MSWHGROUP _ TYP as OBJECT ( 
WHGRPID CHAR(2) , 
WHGRPNAME VARCHAR2(20)) 
3. PembuatanMSWAREHOUSE TYP 
Object type MSW AREHOUSE _ TYP ini merupakan instance untuk object 
yang berisi data dari warehouse. Object type MSWAREHOUSE_TYP ini 
mempunyat atribut yang bertipe varchar dan MSWHGROUP _ TYP yang 
merupakan user define type yang telah dibuat sebelumnya. Dan script untuk 
membuat tipe obyek itu dalam basis data Oracle9i dapat dilihat sebagai berikut 
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create or replace type MSWAREHOUSE_ TYP as OBJECT ( 
WRHSID VARCHAR2(1 0), 
CITYCODE VARCHAR2(10) , 
WHGRP REF MSWHGROUP _ TYP, 
WRHSPARENT VARCHAR2(1 0), 
WRHSNAME VARCHAR2(30), 
WRHSALIAS VARCHAR2(1 00), 
WRHSADDR1 VARCHAR2(80), 
WRHSADDR2 VARCHAR2(50), 
WRHSZIPCODE VARCHAR2(8), 
WRHSPHONE VARCHAR2(20), 
WRHSFAX VARCHAR2(30) , 
WRHSTYPE VARCHAR2(1), 
FGSTATUS VARCHAR2(1) 
Berikut adalah daftar lengkap tipe obyek yang digunakan untuk membuat 
sistem inventori : 
Tabel 4.1 Daftar type untuk pembuatan sistem inventori 
No Nama Object Type Keterangan 
1 APPROVAL_ TYP Merepresentasikan nama-nama penyetuju 
Merepresentasikan nama, waktu dan tipe 
2 AUDITLOG_ TYP dari 
Action yang dilakukan pada object table 
3 MSUOM_TYP Merepresentasikan informasi satuan barang 
4 MSWHGROUP _ TYP Merepresentasikan informasi group gudang 
5 MSWAREHOUSE_ TYP Merepresentasikan informasi gudang 
Merepresentasikan informasi untuk proses 
6 WHFIFO_TYP FIFO 
7 MSPRODUCT _ TYP Merepresentasikan informasi produk 
8 TBTIMBANG_ TYP Merepresentasikan informasi data timbang 
object type ini akan dijadikan nested table 
dari Detail 
penerimaan 
Merepresentasikan informasi detail 
9 WHTBDT TYP penerimaan 
Object type ini akan dijadikan nested table 
dari header 
penerimaan 
Merepresentasikan informasi header 
10 WHTBHD_TYP penerimaan 
Merepresentasikan informasi urutan FIFO 
11 WHBPFIFO_TYP untuk 
pengeluaran barang 
object type ini akan dijadikan nested table 
dari Detail 
12 WHBPDT TYP 
13 WHBPHD_TYP 
14 WHMONHTL Y _ TYP 
15 WHSTOCK_ TYP 
16 WHOPNAME_TYP 
17 WHOPNAMEDT _ TYP 
18 WHOPNAMEHD TYP 
pengeluaran 
Merepresentasikan informasi detail 
pengeluaran 
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Object type ini akan dijadikan nested table 
dari header 
penerimaan 
Merepresentasikan informasi header 
pengeluaran 
Merepresentasikan informasi stock bulanan 
Object type ini akan dijadikan nested table 
dari header 
Stock 
Merepresentasikan informasi stock 
Merepresentasikan informasi SK Opname 
Merepresentasikan informasi detail hasil 
stock opname 
Object type ini akan dijadikan nested table 
dari header 
hasil stock opname 
Merepresentasikan informasi header hasil 
stock opname 
Script pembuatan tipe obyek dan table obyek.ada di Lampiran D. 
4.4.3 Mendefinisikan Metode 
Masing - masing tipe obyek dapat memiliki metode (yang berupa fungsi atau 
prosedur) sesuai dengan kebutuhan. Metode ini merupakan behavior dari obyek 
yang bersangkutan. Berikut adalah pendefinisian metode yang terdapat pada 
object type WHBPDT_TYP. 
create or replace type WHBPDT _ TYP AS OBJECT ( 
BPSEQ NUMBER(4), 
CURRCODE CHAR(3), 
TBID REF WHTBHD_TYP, 
TBSEQ NUMBER(4), 
GLMID CHAR(10) , 
GLSID CHAR(S), 
UPERFECTQTY NUMBER(15,2), 
UPERFECTQTY1 
PRODCODE 
UOMCODE 
AMTORG 
EXCHRATE 
NUMBER(15,2), 
REF MSPRODUCT_TYP, 
REF MSUOM_TYP, 
NUMBER(17 ,2), 
NUMBER(11 ,5), 
-
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AMT NUMBER(16,2), 
TRANSOUTQTY NUMBER(15,2) , 
TRANSOUTQTY1 NUMBER(15,2) , 
QTYPACKAGEOUT NUMBER(15,2), 
TRXPRICE NUMBER(17,2), 
BPHRGSAT NUMBER(11 ,2), 
BPHRGSATPRI NUMBER(16,2), 
TRANSDESC VARCHAR2(128), 
PRID VARCHAR(15), 
PRSEQ NUMBER(4), 
BPFIFO WHBPFIFO_NTABTYP, 
AUDLOG Auditlog_ Typ, 
member function sumFifoAmt return number 
Tipe obyek WHBPDT _ TYP digunakan untuk membuat tabel obyek 
WHBPDT _NT AB (yang akan dijelaskan pada bagian pembuatan tabel obyek). 
WHBPDT _NT AB memiliki nested table, yaitu WHFIFO _NT AB, yang digunakan 
untuk menyimpan data jumlah barang yang dikeluarkan menurut aturan FIFO. 
Sehingga perlu diketahui j umlah total harga barang yang dikerluarkan yang sesuai 
dengan aturan FIFO. Untuk mengetahui jumlah harga barang, maka dibuat 1 
fungsi yang akan mengembalikan total harga barang. 
Untuk mendefinisikan metode pada suatu tipe obyek adalah dengan 
mendeklarasikan metode tersebut pada tipe obyek yang bersangkutan, dalam hal 
ini fungsi dideklarasikan dengan statement : 
member function sumFifoAmt return number 
Pada saat pendeklarasian tipe obyek, metode juga hanya dideklarasikan saja, 
untuk mendefinisikan isi dari metode tersebut dilakukan pada pendeklarasian 
body dari tipe obyek yang bersangkutan. Berikut adalah body dari tipe obyek 
WHBPDT TYP. 
create or replace type body Whbpdt_ Typ as 
member function sumFifoAmt return number is 
i integer; 
total number := 0; 
begin 
fori in 1 .. self.bpFifo.count loop 
total:= total+ bpFifo(i).trxAmt; 
end loop; 
return total ; 
end; 
END; 
Pemyataan: 
fori in 1 .. self.bpFifo .count loop 
total :=total + bpFifo(i).trxAmt; 
end loop; 
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Proses looping akan dilakukan sebanyak jumlah obyek BPFIFO yang dimiliki 
oleh masing-masing detail dari pengeluaran. Dan statement 
bpFifo(i).trxAmt 
akan mengambil nilai pada atribut trxAmt pada masing-masing obyek 
BPFIFO, dan menjumlahkannya. 
Selain pada tipe obyek WHBPDT_TYP, tipe-tipe obyek lain yang memiliki 
metode adalah : 
1. WHTBDT TYP 
Metode yang dimiliki pada tipe obyek WHTBDT _ TYP adalah metode 
untuk menghitung data timbang dari masing-masing penerimaan (yaitu 
penerimaan ayam hidup ). Data timbang yang akan perlu diketahui jumlahnya 
adalah dalam satuan standar dan non standar, sehingga diperlukan 2 macam 
metode untuk mendapatkan jumlah keduanya (data timbang dalam satuan 
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standard dan data timbang dalam satuan non standar). Metode - metode 
tersebut JUga didek:larasikan pada saat pendeklarasian tipe obyek 
WHTBDT TYP. Berikut adalah script untuk mendek:larasikan fungsi pada 
WHTBDT TYP. 
member function sumTimbangQty return number, 
member function sumTimbangQtyStd return number 
2. WHTBHD TYP 
Metode yang terdapat pada WHTBHD _ TYP adalah metode yang 
digunakan untuk menghitung total harga untuk 1 penerimaan. Berikut adalah 
script untuk mendek:larasikan fungsi pada WHTBHD _ TYP. 
member function sumActPrice return number 
3. WHBPHD TYP 
Metode yang terdapat pada WHBPHD_TYP adalah metode yang 
digunakan untuk menghitung total harga untuk 1 pengeluaran. Script deklarasi 
fungsi pada WHBPHD TYP. 
member function sumActPrice return number 
4.4.4 Pembuatan Nested Table 
Nested table adalah set dari elemen beberapa data yang memiliki tipe data 
yang sama. Tipe-tipe obyek yang akan dijadikan nested table harus dideklarasikan 
sebagai nested table. Berikut adalah pendeklarasian nested table untuk data 
tim bang. 
create or replace type TBTIMBANG _ TYP as OBJECT ( 
TIMBANGSEQ NUMBER(4), 
UOMCODE 
TIMBANGQTY 
REF MSUOM_TYP, 
NUMBER(15,2), 
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TIMBANGQTYSTD NUMBER(15,2) , 
AUDLOG AuditLog_ Typ 
create type TBTIMBANG NTABTYP as TABLE ofTBTIMBANG TYP 
Sehingga langkah untuk membuat sebuah nested table adalah mendeklarasikan 
sebuah tipe obyek, yang kemudian mendeklarasikan sebuah tipe lagi yang 
merupakan table dari tipe obyek yang telah dideklarasikan terlebih dahulu. 
Dan instance header dari nested table tersebut (WHTBDT _ TYP) mempunyai 
satu atribute yang bertipekan TBTIMBANG NT ABTYP dan bukan lagi 
TBTIMBANG TYP. 
TRANSRANGE 
TIMBANG 
AUDLOG 
VARCHAR2(10), 
TBTIMBANG_NTABTYP, 
AuditLog Typ, 
4.4.5 Pembuatan Tabel Obyek 
Setelah pendefinisian tipe obyek, maka perlu didefmisikan tabel obyek 
sebagai tempat penyimpanan data. Tabel obyek terdiri dari obyek-obyek yang 
masing-masing mempunyai atribut yang sama yang telah didefinisikan pada tipe 
obyek. Berikut adalah pendefinisian tabel obyek dari MSW AREHOUSE yang 
terdiri dari tipe obyek MSW AREHOUSE _ TYP. Berikut adalah script pembuatan 
tabel obyek. 
create table MSWAREHOUSE of MSWAREHOUSE_ TYP ( 
primary key (WRHSID), 
foreign key (WHGRP) REFERENCES MSWHGROUP, 
WRHSNAME not null, 
constraint FK_MSWAREHO_ANGGOTA_D_MSWAREHO foreign key (WRHSPARENT) 
references MSWAREHOUSE (WRHSID), 
constraint FK MSWAREHO KOTA WARE MSCITY foreign key (CITYCODE) 
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references MSCITY (CITYCODE) 
object ID primary key 
Melalui statement "of' berarti object table MSWAREHOUSE memiliki kolom 
seperti atribut-atribut yang telah didefinisikan pada tipe obyek 
MSW AREHOUSE TYP. Dan masing-masing baris merupakan tipe obyek 
MSW AREHOUSE TYP. 
4.4.6 Object Table dengan Nested Table 
Statemen berikut adalah untuk membuat tabel obyek WHTBHD 
create table WHTBHD ofWHTBHD_TYP ( 
primary key (TBID), 
foreign key (WRHS) REFERENCES MSWAREHOUSE, 
foreign key (WRHSORG) REFERENCES MSWAREHOUSE, 
POID 
GLMID 
GLSID 
EXPO 
TRX 
REFERENCES POHD (POID), 
REFERENCES GLM (GLMID), 
REFERENCES GLS (GLSID), 
REFERENCES MsExpedisi(Expdid), 
REFERENCES RnTRx(TRXID), 
REL REFERENCES MsRelasi(Relid), 
TRXDATE default sysdate not null, 
TRXSTAT default '0' not null, 
constraint FK_WHTBHD_TRANS_IN_RNTRX foreign key (TRX) 
references RNTRX (TRXID), 
constraint FK_WHTBHD_ TBRELASI_MSRELASI foreign key (REL) 
references MSRELASI (RELID), 
constraint FK_WHTBHD_TBPUNYAPO_PODTforeign key (POID, POSEQ) 
references PODT (POID, POSEQ), 
constraint FK_WHTBHD_WHTBGL_GLMAP foreign key (GLMID, GLSID) 
references GLMAP (GLMID, GLSID), 
constraint FK_WHTBHD_LPAHEXPED_MSEXPEDI foreign key (EXPO) 
references MSEXPEDISI (EXPDID) 
object id primary key 
NESTED TABLE WHTBDT STORE AS WHTBDT_NTAB 
((PRIMARY KEY(NESTED_TABLE_ID, TBSEQ)) 
ORGANIZATION INDEX COMPRESS 
NESTED TABLE TIMBANG STORE AS TBTIMBANG NTAB) 
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Pada pengimplementasian konsep ORDBMS ini terdapat kendala, yaitu 
adanya error yang belum ditemukan solusinya oleh pihak Oracle (Lihat Lampiran 
E). Error itu adalah ORA-00600: [qctcfx : len), [OJ, [OJ, [), [), [), [), [)yang terjadi 
pada saat pembuatan cursor yang mengakses nested table dan/atau query yang 
mengakses nested table. Query dan cursor itu digunakan untuk kepentingan alur 
bisnis dalam sebuah stored prosedur. Sehingga solusi yang gunakan adalah 
mengatur alur bisnis ini dalam layer bisnis. Berikut adalah contoh dari pembuatan 
cursor yang mengakses nested table (huruf berwama merah) yang digunakan 
untuk pembuatan stored procedure untuk kepentingan alur bisnis yang 
menyebabkan error ORA-00600 : 
procedure TbPosting (pErr out NUMBER, pTbiD in WhTbHd.TbiD%TYPE) is 
tMonth CHAR; 
tStat WhTbHd.TrxStat"/oTYPE; 
tSign NUMBER; 
tCount NUMBER; 
tProd ref Msproduct_ Typ; 
begin 
select TRUNC(TrxDate, 'MONTH'), TrxStat into tMonth, tStat 
fromWhTbHd 
where TbiD = pTbiD; 
if tStat in ('8', '9') then 
pErr := 1 ; -- the Trx is already posted 
ERR.SetErr ('Wh.TbPosting: Transaksi ' II pTbiD II' sudah pernah diposting sebelumnya!'); 
return ; 
end if; 
for cp in eDt loop 
select count(d.lviMonth) into tCount 
from WhStock h, table(h.whmonthly) d 
where h.wrhsid = cp.Wrhsld and h.ProdCode = cp.ProdCode and d.lviMonth = tMonth ; 
if tCount != 1 then 
pErr := 2; -do Setup first! 
ERR.SetErr (WH.TbPosting: Jalankan proses Setup untuk bulan ' 11 tMonth II ' dulu!'); 
rollback; 
return; 
end if; 
insert into WhFIFO (WrhsiD, ProdCode, TransDate , FifoQty, FifoPrice) 
values (cp.WrhsiD, cp.ProdCode, cp.TrxDate , cp .TranslnQty, (cp.Amt I cp.TranslnQty)) ; 
update WhTbHd 
set TrxStat = '8' 
where TbiD = pTbiD; 
pErr := 0; 
end; 
4.5 Perancangan Antarmu ka 
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Dalam pembuatan aplikasi sistem inventori 1m, diperlukan rancangan 
antarmuka untuk memberikan gambaran bagaimana pengaksesan data dalam 
sistem yang akan dibuat. Antarmuka aplikasi terbagi menjadi 6 kelompok utama, 
yaitu kelompok Master, Penerimaan, Pengeluaran, Stock, Closing dan Report. 
Gambaran menu utama sistem inventori dapat dilihat pada gam bar 4. 9. 
4.5.1 Menu Master 
Fasilitas yang ada di form master adalah menambah data, mengubah data, 
menghapus data, melihat data master. Yang termasuk data master disini adalah 
data produk dan satuan. Pada fasilitas yang tersedia dalam masing - masing sub 
menu master ini adalah menambah, mengubah dan menghapus data. 
4.5.2 Menu Penerimaan 
Fasilitas yang ada di form - form penerimaan adalah menambah data, mengubah 
data, menghapus data, melihat data transaksi yang ada. Pada form penerimaan ini 
Penerimaan lain - lain 
Penerimaan oembelian 
Penerimaan hasil produksi 
Penerimaan transfer in 
Penerimaan LPAH 
PenQeluaran transfer out 
Pemakaian umum 
PenQeluaran afkir 
Pengeluaran ayam mati 
Pengeluaran peniualan 
PenQeluaran lain lain 
PenQeluaran pembelian 
Monitor stock 
Kartu stock 
Penerimaan lain - lain 
Penerimaan pembelian 
Penerimaan hasil produksi 
Penerimaan transfer in 
Penerimaan LPAH 
PenQeluaran transfer out 
Pemakaian umum 
Pengeluaran afkir 
Pengeluaran ayam mati 
PenQeluaran penjualan 
Pengeluaran lain lain 
Retur pembelian 
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ClosinQ Bulanan 
Jumal LPAH 
Jurnal Penerimaan lain-lain 
Jurnal Penerimaan pembelian 
Jurnal Penerimaan hasil prod 
Jurnal Penerimaan transfer in 
Jurnal Pengeluaran TO 
Jurnal Pemakaian umum 
Jurnal Pengeluaran afkir 
Jurnal Pengeluaran ayam 
Jurnal Pengeluaran penjualan 
Jurnal Pengeluaran lain-lain 
Jurnal Retur pembelian 
Gambar 4.9 Rancangan menu pada antarmuka aplikasi sistem inventori 
terdapat 2 tab, yaitu tab untuk: entri data master dan list detail dari tiap - tiap 
transaksi . Sementara tab kedua merupakan list dari transaksi pada 
periode dan gudang yang terpilih. Data transaksi yang ditampilkan adalah 
transaksi-transaksi yang mempunya status behun di closing. Untuk transaksi yang 
telah berstatus approved sebelum proses pengeditan dilakukan harus di unPosting 
terlebih dahulu Pada list data transaksi digunakan untuk melakukan posting dan 
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unPosting transaksi yang ada. Transaksi yang dapat di unPosting adalah transaksi-
transaksi yang detail barangnya belum dikeluarkan. 
4.5.3 Menu Pengeluaran 
Antarmuka pengeluaran ini adalah sama dengan antarmuka penerimaan. 
4.5.4 Menu Monitor Stock 
Menu monitor stock ini digunakan untuk Setup Stock dan Monitor Stock. 
Untuk setup stock pada periode tertentu, terdapat constraint, yaitu setup stock 
pada bulan sebelumnya harus sudah dilakukan. Sementara sub menu monitor 
stock hanya menampilkan posisi stock barang dan FIFO untuk barang tersebut 
pada gudang tertentu. 
4.5.5 Menu Setup & Closing 
Menu ini digunakan untuk meng-close (merubah status transaksi dari 
approved menjadi closed). List transaksi yang ditampilkan adalah transaksi-
transaksi yang mempunyai status approved dan closed. Transaksi yang telah di 
closed tidak dapat dilakukan perubahan data lagi. 
4.5.6 Menu Report 
Menu report ini digunakan untuk kepentingan pencetakan laporan. 
BAB5 
PEMBUATAN APLIKASI 
Setelah dilakukan pemodelan dan perancangan sistem pada bah 3 dan bah 4 di 
atas, selanjutnya dilakukan pembuatan aplikasi berdasarkan rancangan tersebut. 
Penjelasan mengenai pembuatan aplikasi ini dibagi menjadi beberapa tahap, 
pembuatan layer aplikasi, layer bisnis, layer data akses, penerapan konsep FIFO, 
laporan dan pembuatan aplikasi terdistribusi. 
5.1 Pembuatan Layer Aplikasi 
Pada pembuatan layer aplikasi akan dijelaskan pembuatan interface yang 
dibutuhkan pada layer aplikasi dan pembuatan user control untuk layer aplikasi. 
5.1.1 Pembuatan Interface 
Pada C#, sebuah class dimungkinkan untuk menurunkan hanya dari sebuah 
single parent. Namun, sebuah class dimungkinkan untuk mengimplementasi 
beberapa interface, sehingga class juga memiliki semua metode yang 
dideklarasikan pada interface yang diimplementasikan. 
Pada pembuatan aplikasi sistem inventori ini, masing - masing class (pada 
layer aplikasi) akan mengimplementasi, minimal 1 interface. Adapun interface 
yang dibutuhkan untuk pembuatan aplikasi ini adalah : IMasterDetail, 
IMasterLarge, IMasterSmall, IMasterCustom, !Filter. 
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Masing - masmg interface tersebut mendeklarasikan masmg - masmg 
fungsionalnya pada IMater.cs. Berikut adalah fungsi - fungsi dari masing-masing 
interface yang dideklarasikan pada !Master. 
Tabel 5.1 Fungsi-fungsi pada interface layer aplikasi 
Nama Interface Nama Fungsi Return value Kegunaan 
IMasterSmall AllowAddNew boo I Cek apakah proses diijinkan menambah record 
SetupGrid void Mengatur grid 
IMasterlarge SetupGrid void Mengatur grid 
Bind Detail Control void Binding kontrol untuk detail 
SetViewMode void Mengatur enable/disable field 
Checklnput boo I Cek apakah proses selanjutnya dapat dijalankan 
UpdateDataSet void Mengupdate dataset 
IMasterDetail SetupMasterGrid void Mengatur grid master 
SetupDetai!Grid void Mengatur grid detail 
Bind Detail Control void Binding kontrol untuk detail 
Set View Mode void Mengatur enable/disable field 
Checklnput boo I Cek apakah proses selanjutnya dapat dijalankan 
UpdateDataSet void Mengupdate dataset 
SetupSupportControl void Setup kontrol pendukung 
IMasterCustom AllowActionDelegate boo I Cek apakah proses selanjutnya dapat dijalankan 
!filter 
Action Delegate boo I Proses yang dijalankan 
GetFilterString string Mengembalikan filter 
GetupdateCriteria string Mengembalikan kondisi untuk update 
Masing - masmg class akan mengimplementasi beberapa interface yang 
dibutuhkan. Berikut adalah pendeklarasian class FrmTrmBeli yang 
mengimplementasi interface TMasterDetail dan TFilter. 
public class FrmTrmBeli : System.Windows.Forms.Form, IMasterDetail, !Filter 
Sehingga pada class FrmTrmBeli harus menyediakan implementasi dari 
semua metode secara lengkap yang telah dideklarasikan oleh IMasterDetail dan 
!Filter. Jika class yang mengimplementasi interface tersebut tidak 
mendeklarasikan semua metode dari interface yang diimplementasi maka akan 
-- ,.-.; .. 
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error. Berikut adalah contoh pendeklarasian metode TF11ter pada class 
FrmTrmBeli. 
# region I Filter Implementation 
public string GetFilterString () 
II deklarasi isi method disini 
public string GetUpdateCriteria () 
{ 
II deklarasi isi method disini 
} 
# endregion 
Pada IMaster, !Filter telah mendeklarasikan metode GetFilterStringO dan 
GetUpdateCriteriaO. 
5.1.2 Pembuatan Komponen Antarmuka 
Untuk memudahkan pembuatan aplikasi, maka dibuat komponen- komponen 
untuk menangani masalah kontrol antarmuka. Kontrol yang dibuatkan komponen 
adalah kontrol-kontrol yang sering digunakan, missal kontrol untuk list of value 
(LOV), pengambil tanggal ( datePicker), toolbar. Metode untuk masing - masing 
kontrol didefinisikan sendiri. Misal untuk kontrol LOV mempunyai 
Berikut adalah komponen antarmuka yang dibuat untuk sistem ini : 
Tabel 5.2 Komponen antarmuka yang digunakan untuk pembuatan sistem inventori 
Nama komponen Kegunaan 
ctiLOV menampilkan list of value 
ctiMonthPicker mengambil bulan-tahun 
cGudang menampilkan gudang 
cPiusMin tombol tambah dan kurang untuk detail 
ctiTooiBarReport toolbar untuk report 
cTooiBarAII tollbar untuk form 
drdLOV drop down LOV 
ucPilih radio button 
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5.2 Pembuatan Layer Bisnis 
Layer bisnis difungsikan sebagai jembatan antara layer aplikasi dengan basis 
data (layer data akses) dan juga difungsikan untuk mengatur alur bisnis dari 
aplikasi yang ada. Untuk sistem inventori ini, layer bisnis digunakan untuk 
meng1s1 dataset dan untuk mengatur proses posting dan unPost1ng pada mas1ng -
masing transaksi, dimana dalam hal ini untuk kepentingan penerapan konsep 
FIFO. 
5.2.1 Posting Transaksi Penerimaan 
Pada setiap form transaksi penerimaan, terdapat fasilitas untuk memposting. 
Posting transaksi penerimaan artinya adalah melakukan proses push untuk semua 
jenis barang, menambah jumlah barang dalam stock dan mengubah status 
transaks1 dari open menjad1 approved (sudah diposting). Jika suatu transaksi 
sudah mempunyai status approved, maka transaksi tersebut tidak dapat diubah 
lagi, untuk mengubahnya hams dilakukan proses unPosting. 
Algoritma untuk memposting setiap transaksi adalah sebagai berikut : 
1. Mengambil detail dari transaksi yang akan diposting 
GetDetailTBO 
2. Untuk masing - masing jenis barang dilakukan pengecekan dalam stock, 
apakah barang dalam gudang bersangkutan sudah ada dalam table stock. Jika 
bel urn ada maka dilakukan proses insert. 
Loop for each product 
Tf (checkSetup == false) 
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SetupNewProductO 
3. Mengambil nilai pada stock, yaitu nilai stok akhir, nilai rupiah stok akhir, 
debet untuk. bulan bersangkutan dan nilai rupiah untuk bulan bersangkutan. 
GetQtyAmtO 
4. Melakukan proses update pada stock, insert pada table WHFIFO dan update 
status transaksi dari open menjadi approved. 
AddStockO 
5.2.2 UnPosting Transaksi Penerimaan 
Unposting transaksi penerimaan digunakan untuk. mengubah status transaksi 
dari approved menjadi open. Tidak semua transaksi penerimaan dapat diubah 
statusnya. Kondisi yang menjadi constraint adalah apakah barang dalam transaksi 
penerimaan tersebut sudah digunakan (jumlahnya sudah berkurang) atau belum. 
Jika belum maka transaksi penerimaan dapat dilakukan proses unPosting. Proses 
unPosting adalah menghapus record pada table WHFIFO sesuai dengan transaksi 
yang di unPosting, mengubah data stock (termasuk data stock bulanan) dan 
mengubah status transaksi penerimaan menjadi open. Berikut adalah algoritma 
untuk. unPosting transaksi penerimaan : 
1. Mengambil detail dari transaksi yang akan di-unposting 
GetDetailTBO 
2. Untuk masing - masing jenis barang dilakukan pengecekan, apakah barang 
dalam gudang bersangkutan sudah berkurang. Jika belum ada maka dapat 
dilakukan proses unposting. 
Loop for each product 
lf(chekcFifoQtyO == false) 
DeleteFIFOO 
UpdateDtStockO 
UpdateHdStockO 
UpdateStatusO 
5.2.3 Posting Transaksi Pengeluaran 
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Posting untuk transaksi pengeluaran adalah mengurang-1 stock barang dan 
mengubah status transaksi dari open menjadi approved. Posting transaksi 
pengeluaran dapat dilakukan jika stock barang dalam gudang tersebut cukup. 
Proses pengambilan barang distock memberlakukan konsep FIFO, yaitu barang 
yang pertama kali masuk yang dikeluarkan terlebih dahulu. Hal ini juga 
digunakan untuk menghitung nilai transaksi pengeluaran yang diposting tersebut. 
Berikut adalah algoritma untuk memposting transaksi pengeluaran : 
1. Mengambil detail dari transaksi yang akan diposting 
GetDetailBPO 
2. Untuk masing - masing jenis barang dilakukan pengecekan dalam stock, 
apakah jumlah barang yang ada di stok cukup, jika cukup maka jalankan : 
a. Menjalankan prosedur POP yang mengembalikan nilai nominal barang 
dan jumlah sisa barang 
b. Mengambil nilai pada stock, yaitu nilai stok akhir, nilai rupiah stok 
akhir, debet untuk bulan bersangkutan dan nilai rupiah untuk bulan 
bersangkutan. 
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c. Melakukan proses update pada stock, table WHFTFO dan update status 
transaksi dari open menjadi approved. 
Loop for each product 
If (checkStock == false) 
.Talankan prosedurPOP 
CreateBPFIFOO 
GetQtyAmtO 
MinStockO 
Prose penghitungan nilai nominal barang yang dikeluarkan dengan membuat 
sebuah stored procedure yang mengembalikan nilai nominal barang dan j umlah 
sisa barang (jika pengambilan barang membutuhkan lebih dari satu record pada 
WHFIFO). Berikut adalah script pembuatan stored procedure untuk mengurangi 
FIFO: 
procedure pop (pWrhs ., ' -- ··.•.Wrhsid%type, pProd · ..vhiif-~;_ prodcode%type , 
pQty IN .•.. ;.,.-,·, .. Fifoqty%type, pSisa OUT •· ,-,r-;,,~ .. Fifoqty"/otype, 
pAmt OUT · "' .FifoAmt%type, pDate OUT •·'•.:;,,,,,·,_Trxdate%type) is 
vDate or.~·E ; 
vQty 1'l'.J'·,1Bf.R; 
vPrice HA·!18EF'; 
vEndQty "iUMGER.; 
begin 
select min(a.trxdate) into vDate 
from • :; · .. a 
where a.wrhsid = pWrhs and a.prodcode = pProd 
and a.FifoEndQty > 0; -- /9 bsi'-"" /:Jsc.r•g 
select a.FifoQty, a.FifoPrice, a.FifoEndAmt, a.FifoEndQty into vQty, vPrice. pAmt, vEndQty 
from a 
where a.wrhsid = pWrhs and a.prodcode = pProd and a.trxdate = vDate; 
pDate := vDate; 
if vEndQty >= pQty then 
update , .. , a 
set a.FifoEndQty = a.FifoEndQty - pQty, 
a.FifoEndAmt = a.FifoEndAmt - (pQty • vPrice) 
where a.trxdate = vDate and a.wrhsid = pWrhs and a.prodcode = pProd; 
pAmt := pQty ' vPrice ; 
pSisa := 0; 
else 
update a 
set a.FifoEndQty = 0, 
a.FifoEndAmt = 0 
where a.trxdate = vDate and a.wrhsid = pWrhs and a.prodcode = pProd: 
pSisa := pQty - vEndQty; 
end if; 
end; 
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Posting transaksi pengeluaran ini akan menginsertkan data ke table 
WHBPFIFO. Data yang diinsertkan diambil dari table WHFIFO, yaitu berisi 
• Tanggal dipostingnya transaksi pemasukan barang (bertipekan datetime) 
• Jumlah barang yang dikeluarkan 
• Nilai nominal perbarang 
• Nilai total dari 1 jenis barang 
Semua perhitungan mengenai nilai nominal perbarang dan nilai nominal untuk 
satu jenis barang didapatkan berdasar FIFO. Proses posting transaksi pengeluaran 
ini juga akan mengubah data transaksi yaitu memasukkan total nilai transaksi 
untuk masing - masing barang, yang nilainya diperoleh dari total nominal pada 
table WHBPFIFO untuk masing- masing barang. 
5.2.4 UnPosting Transaksi Pengeluaran 
Proses unposting transaksi pengeluaran adalah menambah j umlah stock, 
mengubah data pada table WHFIFO dan mengubah status transaksi dari approved 
menjadi open. Berikut adalah algoritma untuk unPosting transaksi penerimaan : 
1. Mengambil detail dari transaksi yang akan di-unposting 
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GetDetailRPO 
2. Untuk masing- masingjenis barang dilakukan update FIFO dan stock 
Loop for each product 
UpdateFIFOO 
UpdateDtStockO 
UpdateHdStockO 
3. Melakukan penghapusan pada BPFIFO dan pengubahan status transaksi 
DeleteBP FIFOO 
UpdateStatusO 
Layer bisnis ini akan diekspos untuk dapat digunakan oleh sistem lain sehingga 
sistem lain dapat menjalankan fungsi - fungsi yang berada di dalam sistem 
inventori ini. Gambar 5.1 menjelaskan pemakaian fungsi pada layer bisnis pada 
sistem inventori oleh sistem produksi. Sistem-sistem yang lain tidak 
diperkenankan melakukan perubahan atau penambahan data pada sistem inventori 
kecuali melalui pengaksesan method pada layer bisnis. 
Berikut adalah contoh pemanfaatan method pada sistem inventori oleh sistem 
produksi : 
private SIS.CAAssignment.BR.BRTB tbRule =new BRTB(); 
private bool DoPosting() 
Cursor. Current = Cursors.WaitCursor; 
try 
{ 
Data Table dt = new Data Table(); 
DataRowView drv = ((DataRowView) this.BindingContext [dvJobProd) .Current); 
string pJobld = drv[O).ToString().Trim(); 
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string sql, doc, strMonth ; 
strMonth = System.DateTime.Now.ToString("yyyyMM") ; 
sql = "SELECT BPTBDocNmbr DOC FROM PDBPTBDocNmbr WHERE Jobld = "' + pJobld + '"AND 
BPTBType = 'T"'; 
dt = di.ExecuteQuery(sql) ; 
for (int i=O; i<dt.Rows.Count; i++) 
} 
} 
doc= dt.Rows[i][O].ToString(); 
~~~~w~~~ w@r.~Jist8Jt~J~~~ 
RefreshGrid() ; 
break; 
Sistem lnventori 
TBRule 
(from Business Layer) 
<\>posting() 
'>unPosting() 
Sistem Produksi 
FrmPostJob 
(from Remoting) 
~oPosting() 
Gambar 5.1 Pemakaian method pada sistem inventori oleh sistem produksi 
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5.3 Pembuatan Layer Data Akses 
Masing-masing layer data akses mengimplementasi interface 
IDataPersistence, yang berisi rnetode-rnetode untuk rnendapatkan data dan 
rnenyirnpan data dalarn basis data. 
5.3.1 Pembuatan Interface 
Interface yang diirnplernentasi pada rnasing - rnasing class pada layer data 
akses hanya IDataPersistence. Interface IDataPersistence ini dideklarasikan pada 
TDataPersi stence. cs. 
public interface IDataPersistence 
DataSet Get (string filterCriteria, string sortCriteria); 
DataSet Get (Hashtable filterCriteria , Hashtable sortCriteria); 
int Update (DataSet ds, string updateCriteria) ; 
Data Table ExecuteQuery (string sqiQuery); 
Fungsi Get() akan rnengisikan dataset dengan data yang diarnbil berdasar 
query select dari OleDbDataAdapter, yaitu dengan rnetode fill() pada 
OleDbDataAdapter. Sernentara fungsi Update() akan rnengubah dataset, 
perubahan bisa terjadi karena insert, update ataupun delete yang kernudian 
oleDbDataAdapter akan rnembuat dataset kedua yang hanya berisi perubahan dari 
dataset asli (dengan rnernanggil fungsi GetChanges()). OleDbDataAdapter 
rnenjalankan command sesuai dengan perubahan yang terjadi, jika perubahan 
adalah penarnbahan data, rnaka oleDbDataAdapter rnejalankan insert command, 
j ika perubahan adalah pengubahan data rnaka oleDbDataAdabter rnenjalankan 
., .~ ... -...... ----... ; .? •"J 
Mlllf'l. P~H,US lA" A API( 
IHSTITUT TE:KHOLOGI 
5f.,ULUH - HO,~MISER 
122 
update command dan jika perubahan adalah penghapusan data maka 
oleDbDataAdapter menjalank:an delete command. 
5.3.2 Implementasi Interface 
Setiap class yang mengimplementasikan suatu interface harus 
mendeklarasikan semua metode yang dimililiki oleh interface tersebut. 
Masing-masing vlayer data akses yang menimplementasi interface 
IDataPersistence juga mendeklarasikan metode - metode milik IDataPersistence. 
Berikut adalah script deklarasi metode Update pada FrmTBBeli. 
public int Update (DataSet ds, string updateCriteria) 
1/kode disini 
5.4 Pembuatan Laporan 
Pembuatan laporan ini dengan menggunakan komponen C 1 Report. Untuk 
mempermudah pembuatan laporan diperlukan view untuk proses pengambilan 
data. Desain untuk laporan ini disimpan dalam bentuk file .XML. C1 Report akan 
me-load file XML ini dengan data source dari dataset yang telah diisi sesua1 
dengan filter yang dipilih oleh user. 
5.5 Pembuatan Aplikasi Terdistribusi 
Berikut adalah yang perlu dibuat untuk dapat mengimplementasikan aplikasi 
yang terdistribusi. 
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1. Hosting pada Internet Infonnation Service (TIS) 
Dilakukan dengan membuat file konfigurasi web. Informasi yang 
dikonfigurasikan adalah : 
a. Nama obyek 
b. URI dari obyek 
c. lnformasi leastime untuk obyek 
<configuration> 
<system .runtime .remoting> 
<application> 
<lifetime leaseTime="O" /> 
<service> 
<wellknown mode="Singleton" type="SIS.DLMaster.DLFactory, DLMaster" 
objectUri="DLFactory.soap" /> 
</service> 
</application> 
</system.runtime.remoting> 
</configuration> 
2. Konfigurasi pada client 
Konfigurasi pada client hanya untuk mendeklarasikan nama computer dan 
virtual direktori dari obyek. 
Class - class yang terlibat dalam proses remoting ini adalah : 
1. ClientManager.cs : class ini berfungsi untuk mendapatkan proxy dari data 
layer atau bisnis layer yang akan dipanggil. ClientManager ini akan 
mengembalikan berupa class DLFactory dan BRFactory. 
2. DLFactory.cs : class ini membuat class pada data layer yang dibutuhkan oleh 
aplikai layer ataupun bisnis layer dan akan menyimpan class yang telah dibuat 
dalam hashtable ( colecction). 
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3. BRFactory.cs : class ini membuat class pada bisnis layer yang dibutuhkan 
oleh aplikasi layer dan akan menyimpan class yang telah dibuat dalam 
hashtable (collection) 
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UJI COBA DAN ANALISIS BASIL 
Pada bab ini akan dilakukan uj i coba terhadap posting transaksi pemasukan 
dan pengeluaran yang menerapkan metode FIFO, pencetakan laporan dan uji coba 
untuk aplikasi yang terdistribusi. Uji coba dilakukan untuk mengetahui apakah 
penerapan metode FIFO menghasilkan data yang valid dan untuk membuktikan 
penerapan konsep distribusi pada sistem ini. 
6.1 Lingkungan U ji Cob a 
Ujicoba ini dilakukan pada 2 komputer (1 server dan 1 client), dengan 
spesiflkasi sebagai berikut : 
• Server Basis Data 
Komputer yang dijadikan sebagai server basis data mempunyai spesifikasi 
sebagai berikut : 
Nama Komputer : Nitnot 
IP Address : 192.168.0.81 
Prosesor : Pentium 3 770 MHz 
Memori flsik : 256MB 
• Client 
Nama Komputer : Velocis 
TP Address : 192.168.0.82 
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Prosesor : Pentium 3 MMX 566 MHz 
Memori fisik : 320 MB 
6.2 Skenario Uji Coba 
Pada uj i coba ini dilakukan proses memasukk:an data transaksi yaitu transaksi 
penerimaan lain - lain dan transaksi pengeluaran lain - lain. Data - data transaksi 
yang telah dimasukkan kemudian di posting. Dalam ujicoba ini juga akan 
dicobakan unPosting untuk transaksi penerimaan dan pengeluaran. Tujuan dari uji 
coba ini adalah untuk mengetahui kevalidan data. 
6.2.1 Uji Coba dan Analisis Transaksi Penerimaan 
Dalam tahap ini dilakukan proses memasukk:an data transaksi yaitu transaksi 
penerimaan lain - lain. Kemudian transaksi-transaksi tersebut di posting dan di 
unPosting untuk mengetahui kevalidan data pada proses penerimaan barang. 
6.2.1.1 Persiapan Data Penerimaan 
Membuat transaksi penerimaan lain-lain dengan menginputkan beberapa detail 
barang. Berikut adalah data yang diinputkan : 
1. Test 1 
Gudang : D004 ( Gudang Penolong) 
No Transaksi : 0303.06.PL.0001 
Tanggal transaksi : 12 Maret 2003 
Jenis transaksi : Penerimaan lain - lain (trxld = 06) 
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Jenis barang : 
Kode Barang Qty Satuan Harga Harga Satuan 
A3240015R 35 Box 70000 2000 
A3240015Z 24 Carton 2400 100 
A3240030R 3 Bks 90000 30000 
A3240030Z 8 Bks 64000 8000 
2. Test 2 
Gudang: D004 (Gudang Penolong) 
No Transaksi : 0303.06.PL.0002 
Tanggal transaksi : 13 Maret 2003 
Jenis transaksi : Penerimaan lain -lain (trxld = 06) 
J enis barang : 
Kode Barang Qty Satuan Harga Harga Satuan 
A3240015R 35 Box 70000 2000 
A3240015Z 24 Carton 2400 100 
A3240030R 3 Bks 90000 30000 
A3240030Z 8 Bks 64000 8000 
3. Test 3 
Gudang : D004 (Gudang Penolong) 
No Transaksi : 0303.01.PL.0001 
Tanggal transaksi : 12 Maret 2003 
Jenis transaksi : Penerimaan pembelian (trxld = 01) 
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Jenis barang : 
Kode Barang Qty Satuan Harga Harga Satuan 
A3240015R 43 Box 43000 1000 
A3240015Z 30 Carton 15000 500 
A3240030R 2 Bks 5000 2500 
A3240030Z 4 Bks 4000 1000 
6.2.1.2 Posisi Stok dan FIFO 
Dalam tahap ini akan dilakukan posting terhadap masing - masing transaksi 
yang telah diinsertkan dengan data tersebut di atas. 
1. Posisi Stock dan FIFO A wal 
• Stock 
Posisi awal barang dengan kode A3240015R, A3240015Z, 
A3240030R, A3240030R untuk gudang D004, masing-masing adalah 0. 
Untuk mengetahui posisi stock ini digunakan sub menu Monitor Stock dari 
menu Stock. Dalam ujicoba ini digunakan query dalam PLSQL. 
select wrhsid, prodcode, stockqty, b.ivlmonth, b.ivlsaldo, b.ivldb, b.ivlcd, b.ivlsaldopri, b.ivldbpri, b.ivlcdpri 
from whstock a, table(a.whmonthly)b order by prodcode 
Hasil query tersebut menghasilkan 0 row. 
• FIFO 
Tiap barang yang diposting akan menginsertkan 1 row dalam table 
WHFIFO. Sebelum ada proses posting tidak ada row dalam table 
WHFIFO. 
Untuk mengetahui data barang dalam table WHFIFO digunakan sub 
menu Monitor Stock dari menu Stock. Dalam ujicoba ini digunakan query: 
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select a.wrhsid, a.prodcode, a.trxdate, a.fifoqty, a.fifoprice, a.fifoendqty, a.fifoendamt-, c.sumqty, 
c.sumamt 
from whfifo a, 
(select wrhsid, prodcode, sum(fifoendqty) sumqty, sum(fifoendamt) sumamt from whfifo 
group by prodcode, wrhsid) c 
where a.wrhsid = c.wrhsid and a.prodcode = c.prodcode 
order by a.prodcode 
Hasil query tersebut juga menghasilk:an 0 row. 
2. Posisi Stock Setelah Posting 
Dalam bagian ini akan diperlihatkan perubahan posisi stock dan FIFO setelah 
dilakukan posting atas transaksi - transaksi yang telah diinputkan. 
• Posisi Stock dan FIFO Setelah Posting Test 1 
Dengan menggunakan query yang sama diperoleh data : 
\1/RHSIO PRODCODE ' STOCKQTY IVLMONTH IVLSAlDO IVlDB MCD IVLSI>J.DOPRI i iVlDBPRI !MCDPRI 
, A3240015R 7 200303 7 7 0 6300 6300 0 
0004 A3240015Z 10 200303 10 10 0 50000 50000 0 
0004 A3240030R 9 200303 9 9 0 7200 7200 0 
0004 A3240030Z 18 200303 18 18 0 36000 36000 0 
.FIFOQTY FIFOPRICE FIFOENDQTY 
~~~~~--~~--~~~~ 
7 900 7 6300 
0004 10 5000 10 50000 
0004 A3240030R 5/28/2003 6:22:09 PM 9 BOO 9 7200 
0004 A3240030Z 5/28/2003 6:22:09 PM 18 2000 18 36000 
Gambar 6.1 Posisi stock dan FIFO setelah posting tes 1 
• Posisi Stock dan FIFO Setelah Posting Test 2 
Dengan menggunakan query yang sama diperoleh data : 
WRHSIO PROOCOOE 
... jSTOCKQTY IVLMONTH IVLSALOO MOB IVLCD M.SALDOPRI IVLOBPRI IVLCDPRI 
A3240015R 42 200303 42 42 0 76300 76300 0 
0004 A3240015Z 34 200303 34 34 0 52400 52400 0 
0004 A3240030R 12 200303 12 12 0 97200 97200 0 
0004 A3240030Z 26 200303 26 26 0 100000 100000 0 
130 
PRODCODE ; TRXDATE FIFOQTY FIFO PRICE FIFOENDQTY FIFOEND/>.MT 
A3240015R 5/2B/2003 6 22 09 PM 7 900 7 6300 
0004 A3240015R 5/28/2003 6:24 22 PM 35 2000 35 70000 
0004 A3240015Z 5/28/2003 6:22:09 PM 10 5000 10 50000 
0004 A3240015Z 5/28/2003 6:24:22 PM 24 100 24 2400 
0004 A3240030R 5/28/2003 6:22:09 PM 9 BOO 9 7200 
0004 A3240030R 5/28/2003 6:24:22 PM 3 30000 3 90000 
0004 A3240030Z 5/28/2003 6:22:09 PM 18 2000 18 36000 
0004 A3240030Z 5/28/2003 6:24:22 PM 8 8000 8 64000 
Gambar6.2 Posisi stock dan FIFO setelah posting tes 2 
Pada posting test 2 diperoleh: 
StockQty = 42 untuk kode barang A3240015R dan gudang D004. Nilai 
ini akan sama dengan jumlah FifoEndQty untuk kode barang A3240015R 
dan gudang D004 (7 + 35). 
• Posisi Stock dan FIFO Setelah Posting Test 3 
Dengan menggunakan query yang sama diperoleh data : 
WRHSID PRODCODE i STOCKQTY IVLMONTH IVLSALDO IVLDB IVLCD IVLSALDOPRI IVLDBPRI IVLCDPRI 
!!biJ-A32~oii15RH. 85 200303 85 85 0 119300 119300 
0004 A3240015Z 64 200303 64 64 0 67400 67400 0 
0004 A3240030R 14 200303 14 14 0 102200 102200 0 
0004 A3240030Z 30 200303 30 30 0 104000 104000 
6300 
0004 70000 
0004 5/2B/2003 6:25:35 PM 43 1000 43 43000 
0004 A3240015Z 5/2B/2003 6:22:09 PM 10 5000 10 50000 
0004 A3240015Z 5/2B/2003 6:24:22 PM 24 100 24 2400 
0004 A3240015Z 5/2B/2003 6:25:35 PM 30 500 30 15000 
0004 A3240030R 5/2B/2003 6:22 09 PM 9 BOO 9 7200 
0004 A3240030R 5/2B/2003 6:24:22 PM 3 30000 3 90000 
0004 A3240030R 5/2B/2003 6 25:35 PM 2 2500 2 5000 
0004 A3240030Z 5/2B/2003 6:22:09 PM 18 2000 18 36000 
0004 A3240030Z 5/2B/2003 6:24 22 PM B BODO B 64000 
0004 A3240030Z 5/2B/2003 6:25:35 PM 4 1000 4 4000 
Gambar 6.3 Posisi stock dan FIFO setelah posting tes 3 
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Pada posting test 3 diperoleh : 
StockQty = 85 untuk kode barang A3240015R dan gudang D004. Nilai 
ini akan sama dengan jumlah FifoEndQty untuk kode barang A3240015R 
dan gudang D004 (7 + 35 + 43). 
3. Posisi Stock Setelah UnPosting 
Dalam tahap ini akan dicoba untuk melakukan proses unPosting transaksi 
penerimaan. Akan dicobakan transaksi test 2 (no transaksi = 0303.06.PL.0002). 
Setelah dilakukan proses unPosting, diperoleh data : 
WAH SID PROD CODE i STOCKQTY IVLMONTH IVLSALDO IVLDB IVLCD IVLSAI.DOPRI IVLDBPRI IVLCDPRI BIIIIIIIJ£ A32~0015R 50 200303 50 50 0 49300 49300 0 
0004 A32~0015Z 40 200303 40 40 0 65000 65000 0 
0004 A3240030R 11 200303 11 11 0 12200 12200 0 
0004 A32~0030Z 22 200303 22 22 0 40000 40000 0 
' PRODCODE TRXDATE RFOQTY FIFOPRICE RFOENDQTY lRFOENDAMT 
A3240015R 5/28/2003 6:22 09 PM 7 900 7 6300 
0004 A3240015R 5/28/2003 6:25:35 PM 43 1000 43 43000 
0004 A3240015Z 5/28/2003 6:22:09 PM 10 5000 10 50000 
0004 A3240015Z 5/28/2003 6 25:35 PM 30 500 30 15000 
0004 A3240030R 5/28/2003 6:2209 PM 9 BOO 9 7200 
0004 A3240030R 5/28/2003 6:25:35 PM 2 2500 2 5000 
0004 A3240030Z 5/28/2003 6:22:09 PM 18 2000 18 36000 
0004 A3240030Z 5/28/2003 6:25 35 PM 4 1000 4 4000 
Gambar6.4 Posisi stock dan FIFO setelah unPosting 
Setelah dilakukan proses unPosting untuk transaksi 0303.06.PL.0002, maka 
nilai stock menjadi 50. 
4. Posisi Stock Setelah Re-Posting 
Dalam tahap ini akan dilakukan posting ulang transaksi yang telah 
diunposting, yaitu transaksi nomer 0303.06.PL.0002. Setelah re-posting, 
didapatkan data sebagai berikut : 
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WAHSID PAODCODE ! STOCKQTY IVLMONTH IVLSALOO IVLDB IV LCD IVLSAlDOPAI IVLDBPAI IVLCDPAI DIM A32~0015R 85 200303 85 85 0 119300 119300 0 
DOD~ A32~0015Z 6~ 200303 6~ 6~ 0 67~00 67~00 
0004 A3240030R 14 200303 14 14 0 102200 102200 0 
0004 A3240030Z 30 200303 30 30 0 104000 104000 0 
PRODCODE TRXD.<HE RFOQTY i RFOPRICE :RFOENDQTY iRFOENDAMT 
A3240015R 5/28/2003 6:22:09 PM 7 900 7 6300 
0004 A3240015R 5/28/2003 6:25:35 PM 43 1000 43 
0004 A3240015R 5/28/2003 6:27:50 PM 35 2000 35 
0004 A3240015Z 5/28/2003 6:22:09 PM 10 5000 10 
0004 A3240015Z 5/28/2003 6:25:35 PM 30 500 30 15000 
0004 A3240015Z 5/28/2003 6:27:50 PM 24 100 24 2400 
0004 A3240030R 5/28/2003 6:22 09 PM 9 800 9 7200 
A3240030R 5/28/2003 6:25:35 PM 2 2500 2 5000 
0004 A3240030R 5/28/2003 6:27:50 PM 3 30000 3 90000 
0004 A3240030Z 5/28/2003 6:22:09 PM 18 2000 18 
0004 A3240030Z 5/28/2003 6:25:35 PM 4 1000 4 
0004 A3240030Z 5/28/2003 6:27:51 PM 8 8000 8 
Gambar6.5 Posisi stock dan FIFO setelah re-posting 
Setelah proses posting dilakuk:an, maka stock kembali menjadi = 85. Namun 
terdapat perbedaan antara posting pertama dengan posting setelah proses 
unPosting. Pada posting pertama urutan data pada WHFIFO adalah sebagai 
berikut : 
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Gambar 6.6 Urutan data pada WHFIFO dari hasil posting I 
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Setelah proses unPosting urutan data dalam WHFIFO adalah sebagai berikut : 
PAODCODE TRXDATE FIFOQTY FIFOPAICE RFOENDQTY FIFOENDAMT 
A3240015R 5/28/2003 6 22:09 PM 7 900 7 6300 
0004 A3240015R 5/28/2003 6 25 35 PM 43 1000 43 43000 
0004 A3240015R 5/28/2003 6:27:50 PM 35 2000 35 70000 
Gambar6.7 Urutan data pada WHFIFO setelah proses unPosting 
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6.2.2 Uji Coba dan Analisis Transaksi Pengeluaran 
Dalam tahap ini dilakuk:an proses memasukkan data transaksi yaitu transaksi 
pengeluaran lain - lain. Kemudian transaksi-transaksi tersebut di posting dan di 
unPosting untuk mengetahui kevalidan data pada proses pengeluaran barang. 
6.2.2.1 Persiapan Data Pengeluaran 
Membuat transaksi penerimaan lain-lain dengan menginputkan beberapa detail 
barang. Berikut adalah data yang diinputkan : 
1. Test 4 
Gudang : D004 (Gudang Penolong) 
No Transaksi: 0303 .19.PL.0001 
Tanggal transaksi : 18 Maret 2003 
Jenis transaksi : Pengeluaran lain-lain (trxld = 19) 
J enis barang : 
Kode Barang Qty Satuan 
A324001SR 36 Box 
2. Test 5 
Gudang: D004 (Gudang Penolong) 
No Transaksi : 0303.19.PL.0002 
Tanggal transaksi : 19 Maret 2003 
Jenis transaksi : Pengeluaran lain-lain (trxld = 19) 
J enis barang : 
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Kode Barang Qty Satuan 
A3240015R 15 Box 
6.2.2.2 Posisi Stock dan FIFO 
Dalam tahap ini akan dilakukan posting terhadap masing - masing transaksi 
yang telah diinsertkan dengan data tersebut di atas. 
1. Posisi Stock Setelah Posting 
Dalam tahap ini akan dilakukan posting untuk masing - masing transaksi 
dengan data seperti tersebut di atas. 
• Posisi Stock dan FTFO Setelah Posting Test 4 
Data yang diperoleh setelah melakukan posting test 4 adalah : 
WRHSID PRODCODE STOCKQTY IVLMONTH IVLSAt.DO iMDB IVlCD NLSA!.J)OPRI M..DBPRI IVLCDPRI lii/N A3240015R 49 200303 49 BS 36 64000 119300 35300 
0004 A3240015Z 64 200303 64 64 0 67400 67400 0 
0004 A3240030R 14 200303 14 14 0 102200 102200 0 
0004 A3240030Z 30 200303 30 30 0 104000 104000 0 
PRODCODE i TRXDATE FIFOQTY FIFOPRICE FlFOENDQTY i FIFOENDAMT 
A3240015R 5/28/2003 6:22:09 PM 7 900 0 0 
0004 A3240015R 5/28/2003 6:2535 PM 43 1000 14 14000 
0004 A3240015R 5/28/2003 6:27 50 PM 35 2000 35 70000 
0004 A3240015Z 5/28/2003 6:22:09 PM 10 5000 10 50000 
0004 A3240015Z 5/28/2003 6:25:35 PM 30 SOD 30 15000 
0004 A3240015Z 5/28/2003 6 27:50 PM 24 100 24 2400 
0004 A3240030R 5/28/2003 6:22:09 PM 9 800 9 7200 
0004 A3240030R 5/28/2003 6:25:35 PM 2 2500 2 5000 
0004 A3240030R 5/28/2003 6 27 50 PM 3 30000 3 90000 
0004 A3240030Z 5/28/2003 6:22 09 PM 18 2000 18 36000 
0004 A3240030Z 5/28/2003 6 25 35 PM 4 1000 4 4000 
0004 A3240030Z 5/28/2003 6:27:51 PM 8 8000 8 64000 
Gambar6.8 Posisi stock dan FIFO setelah posting tes 4 
Setelah dilakukan posting didapatkan nilai stock = 49, dimana nilai ini 
sama denganjumlah FIFOENDQTY untuk barang dan gudang yang sama 
(14 + 35) dan sama dengan IVLDB - IVLCD (85 - 36). Sementara 
IVLDBPRI, yaitu nilai nomi~l yang dikeluarkan adalah sebesar 35300. 
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Nilai nominal itu didapatkan dari: (7 * 900) + (29 * 1 000) = 6300 + 29000 
= 35300. 
Detail penghitungan nominal ini disimpan dalam table WHBPFIFO 
untuk masing - masing barang. 
TY ! TRXPRICE i TRXll.MT 
7 900 6300 
29 1000 29000 
Gambar 6.9 Detail penghitungan nominal pada WHBPFIFO 
Data tersebut di peroleh dari query : 
select c.trxindate. c.trxqty, c.trxprice. c.trxamt 
from whbphd a, table(a.whbpdt) b, table(b .bpfifo) c 
• Posisi Stock dan FIFO Setelah Posting Test 5 
Data yang diperoleh setelah mela.k:ukan posting test 5 adalah : 
WRHSID PRODCODE STOCKQTY IVLMONTH IVLSALOQ MDB M.CD 1\il..SALDOPRI !MDBPAI iM.COPAI 
A3240015R 34 200303 34 65 51 66000 119300 51300 
0004 A3240015Z 64 200303 64 64 0 67400 67400 0 
0004 A3240030R 14 200303 14 14 0 102200 102200 0 
0004 A3240030Z 30 200303 30 30 0 104000 104000 0 
RXDA 
5/28/2003 6:22 09 PM 0 
0004 5/28/2003 6:25:35 PM 0 
0004 A3240015R 5/28/2003 6 27 50 PM 35 2000 34 68000 
0004 A3240015Z 5/28/2003 6:22:09 PM 10 5000 10 50000 
0004 A3240015Z 5/28/2003 6:25:35 PM 30 500 30 15000 
0004 A3240015Z 5/28/2003 6 27:50 PM 24 100 24 2400 
0004 A3240030R 5/28/2003 6 22:09 PM 9 800 9 7200 
0004 A3240030R 5/28/2003 6:25:35 PM 2 2500 2 5000 
0004 A32'10030R 5/28/2003 6 27:50 PM 3 30000 3 90000 
0004 A3240030Z 5/28/2003 6:22:09 PM 18 2000 18 36000 
0004 A3240030Z 5/28/2003 6 25:35 PM 4 1000 4 '1000 
0004 A3240030Z 5/28/2003 6:27 51 PM 8 8000 8 64000 
Gambar 6.10 Posisi stock dan FIFO setelah posting tes 5 
Setelah proses posting test 5, stock qty adalah 34 yang sama dengan 
nilai FIFOENDQTY (=34), dan nilai nominal barang yang tersedia adalah 
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68000. Data pengh1tungan nominal hasll posting transaks1 
0303.19.PL.0002 adalah: 
Gambar 6.11 Posisi Penghitungan nominal pada WHBPFIFO 
Nilai tersebut menghasilkan jumlah 16000. Sehingga IVLCDPRI = 
51300 itu diperoleh dari jumlah nominal transaksi 0303.19.PL.0001 + 
jumlah nominal transaksi 0303.19.PL.0002 (= 35300 + 16000). 
List ke 3 untuk barang A3240015R pada gudang D004 adalah berasal 
dari transaksi dengan nomer = 0303.06.PL.0002. Maka transaksi tersebut 
tidak dapat lagi di unposting karena barang sudah diambil walaupun yang 
diambil hanya 1. 
Penerimaan Lain-Lain 
T ranoaksi D altar T t611S•hi l 
NoT ran.alui 
0303.(1;PUJ001 
0303.tE.PL0002 
mm.tE.PLocm 
Tai"IQQ<ll Penyetuju K-angan 
311212003 ketm 
311312003 • · • . 15.l I 
Proses UnPostng gaoal dilolaA<an t 1--....,..,.,_~~~-~-......_.. ........... ~ 
. .. I OK : ~ . ~ 
3121/2003 
Gambar 6.12 Pesan kegagalan proses unPosting 
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2. Posisi Stock dan FIFO Setelah UnPosting 
Data yang tersedia setelah dilakukan proses unPosting tes 5 adalah : 
WAHSID PFIODCODE !STOCKQTY IVlMONTH NLSALDO IVLDB IVlCD IVLSALDOPAI IVLDBPAI IVLCDPRI 0004 A3240015R 49 200303 &I 85 36 84000 119300 35300 0004 A3240015Z 64 200303 64 64 0 67400 67400 0 0004 A3240030R 14 200303 14 14 0 102200 102200 0 
0004 A3N0030Z 30 200303 30 30 0 104000 104000 0 
i TRXDATE AFOPAICE FIFOENDQTY AFOENDAMT 
5/28/2003 6:22:09 PM 7 900 0 0 
0004 A3240015R 5/28/2003 6 25:35 PM 43 1000 14 14000 
0004 A3240015R 5/28/2003 6:27:50 PM 35 2000 35 70000 
0004 A3240015Z 5/28/2003 6:22:09 PM 10 5000 10 50000 
0004 A3240015Z 5/28/2003 6:25:35 PM 30 500 30 15000 
0004 A3240015Z 5/28/2003 6:27:50 PM 24 100 24 2400 
0004 A3240030R 5/28/2003 6:22:09 PM 9 800 9 7200 
0004 A3240030R 5/28/2003 6:25:35 PM 2 2500 2 5000 
0004 A3240030R 5/28/2003 6:27:50 PM 3 30000 3 90000 
0004 A3240030Z 5/28/2003 6:22:09 PM 18 2000 18 36000 
0004 A3240030Z 5/28/2003 6:25:35 PM 4 1000 4 4000 
0004 A3240030Z 5/28/2003 6:27:51 PM 8 8000 8 64000 
Gambar 6.13 Posisi stock dan FIFO setelah unPosting tes 5 
Posisi stock dan FIFO kembali seperti semula sebelum test 5 diposting. Dalam 
kondisi seperti ini, transaksi penerimaan dengan nomer 0303.06.PL.0002 bisa di 
unPosting, maka posisi stock dan FIFO setelah transaksi 0303.06.PL.0002 di 
unPosting adalah : 
WAH SID PFIODCODE STOCKQTY IVLMONTH IVLSALDO , IVLQB ! IVLCD i IVLSALDOPFII IVLDBPAI IVlCDPFII 
0004 A3240015R 14 200303 I 50 36 14000 49300 35300 
0004 A3240015Z 40 200303 40 40 0 65000 65000 0 
0004 A3240030R 11 200303 11 11 0 12200 12200 0 
0004 A3240030Z 22 200303 22 22 0 40000 40000 0 
r TRXDATE AFOQTY !AFOPAICE FIFOENDQTY ! FIFOENDAMT 
5/28/2003 6:22 09 PM 7 900 0 0 
0004 5/28/2003 6:25:35 PM 43 1000 14 14000 
0004 A3240015Z 5/28/2003 6 22:09 PM 10 5000 10 50000 
0004 A3240015Z 5/28/2003 6 25:35 PM 30 500 30 15000 
0004 A3240030R 5/28/2003 6 22:09 PM 9 800 9 7200 
0004 A3240030R 5/28/2003 6:25:35 PM 2 2500 2 5000 
0004 A3240030Z 5/28/2003 6:22:09 PM 18 2000 18 36000 
0004 A3240030Z 5/28/2003 6:25 35 PM 4 1000 4 4000 
Gambar 6.14 Posisi stock dan FIFO setelah unPosting tes 2 
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Pada kondisi seperti 1m, transaksi pengeluaran dengan nomer 
0303.19.PL.0002 tidak dapat diposting, karena stock tidak mencukupi. 
Pengeluar·an Lain-lain 
=~~=:-;-;::;;--=-"' Guckmg 0004 GUDANG PENOLONG {:'# 
T ransaksi Daftar T ransaksi l 
I 
I 
I ~ 
No Transaksi 
0303.19PL0001 
0303 19.PL0002 
T anggal Pen_yetuju 
311812003 
3/19/2003 
Keterangan 
J9 l 
r 
Proses Posting Gaga! dilal<!..rkan 
I 
OK I J 
-
T 
Gambar 6.15 Pesan kegagalan proses posting 
6.2.3 Uji Coba dan Analisis Pencetakan Laporan 
Status 
S udah dpotting 
8 elum d~ost ing 
- ILII-29 
I 
l 
l 
Ko i J 
13 l 
13 I i 
lj 
l 
I I I 
.!.! 
Tujuan dari uji coba ini adalah apakah hasillaporan yang akan dicetak sudah 
sesuai dengan hasil yang diharapkan. 
1. Laporan Kartu Stock 
Berdasarkan transaksi yang sudah dimasukkan, maka dapat dicetak 1aporan 
kartu stock yang menunjukkan alur penerimaan dan pengeluaran barang sebagai 
berikut : 
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Siermlll 
SYS'IBII COST· ACC01JNI1N& 
KAR TU Sf a< FINlSH G<XD 
Period... u. re~2003 
a.t ... g: <i.DONGI'B'QQ-13 
Pro ... k : 2 XIN WlN3 ~/40 (Fl<£Siil 
T ...... 1\baMi (~) ~) (SaliiD) 
V'J l'liiK• lip .,. l'liiK• Rp K9 Pie .. Rp 
12/03/2003 0303.01.1=1..0001 43 43,000 .00 0.00 43 0 43000 
12/03/2003 0303 .O&.R-.0001 7 6,300.00 0 0.00 50 0 49~0 
13/03/2003 0303 .06.1=1..0002 35 70,000.00 0.00 85 0 119300 
lB/03/2003 0303.19.1=1..0001 0 0 0.00 36 0 35.300.00 49 0 84000 
Sa ... ~ .. 49 84000 
Gambar 6.16 Format laporan kartu stock 
2. Laporan Posisi Persediaan Barang 
Laporan ini ditujuakan untuk menunjukkan posisi persediaan barang adalah 
sebagai berikut : 
•""" 
·"' 
Sk!PIIII 
SYSDM COST· ACCOUNI'JNC 
POSISI PERSEDIMN BARAI'.G 
Bldang: GU DANG PENOlONG 
l(ede lhcluk Halla~ Said. AID- S<~tu• Rupi;th u.... 
Pil240015R 2 XINWJN330/4l (FRESilJ 4') Kg 9<1000 2 llari 
.oa240015Z 2 XINWJN330/4l (FR~ 64 Kg 67400 2 llari 
Pil240030R 2 X1N W lN3 40/50 (FRESilJ 14 Kg 102200 2 llari 
Pil240030Z 2 XlNWJN340/50 (FR~ 30 Kg 104000 2 hari 
Tat~: 357600 
Gambar 6.17 Format laporan persediaan barang 
-· 
··-----
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Jumlah akhir untuk barang dengan kode A3240015R untuk gudang D004 
(Gudang Penolong) pada laporan posisi persediaan barang adalah sama dengan 
kartu stock untuk barang kode A3240015R dan untuk gudang D004 (Gudang 
Penolong), yaitu jumlah barang = 49 dan jumlah nominal = 84000. 
BAB7 
PENUTUP 
Bab ini berisi beberapa kesimpulan dari tugas akhir ini. Beberapa kesimpulan 
yang dapat diambil dari tugas akhir ini adalah sebagai berikut : 
1. ORDBMS dapat dimanfaatkan pada sistem inventori terdistribusi. 
2. Fitur ORDBMS pada Oracle 9i versi 9.2.0.1 ini masih prematur karena ada 
error yang bel urn bisa ditemukan solusinya. 
3. Penangananan mekanisme FIFO dalam sistem inventori terdistribusi 1m 
dilakukan dengan meletakkan metode pada layer bisnis (memakai C#). 
4. Adanya keterbatasan Microsoft ADO.NET dalam mengakomodir struktur 
Oracle ORDBMS juga menyebabkan kekuatan masing-masing kurang bisa 
termanfaatkan secara penuh. 
5. Interface antar sistem dibuat melalui class dari aplikasi yang berada pada layer 
bisnis, yang dapat digunakan oleh sistem lain sehingga sistem lain dapat 
menjalankan fungsi - fungsi yang berada di dalam sistem inventori ini. 
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LAMPIRAN A 
Pada lampiran A ini akan menjelaskan istilah - istilah yang dipakai dalam 
system inventori ini. 
Berikut ini adalah daftar istilah yang digunakan dalam sistem inventori ini. 
1. Gudang Unloading 
Gudang penerimaan a yam hidup 
2. Gudang 
Gudang-gudang yang menerima dan mengeluarkan barang selain ayam hidup 
3. Killing 
Proses dalam produksi yang menyembelih ayam hidup, sampa1 dengan 
pembersihan kulit dan pemotongan kaki ayam 
4. Eviscerating 
Proses dalam produksi yang memisahkan a yam dengan jeroannya 
5. Chilling Tank 
Proses dalam produksi untuk pentirisan ayam dan seleksi grade ayam 
6. Cut Up 
Proses produksi untuk memotong ayam, misal sayap, paha, boneless dll 
7. Rendering 
Proses produksi untuk menghancurkan bulu ayam agar dapat dimanfaatkan 
ulang 
A-1 
8. LPAH 
Kepanjangan dari Laporan Penerimaan Ayam Hidup, istilah 1m dapat 
disamakan dengan penerimaan ayam hidup 
9. Mati tunggu 
A yam yang mati pada waktu menunggu proses produksi 
10.Produk 
Barang - barang yang terlibat dalam proses penenmaan dan pengeluaran 
barang 
11. Unit of Measurement (UOM) 
Satuan untuk barang 
12. Kode Transaksi (Trxld) 
Kode transaksi untuk masing-masing transaksi penerimaan dan pengeluaran 
barang. Masing - masing kode transaksi merniliki penanda apakah transaksi 
tersebut merupakan transaksi penerimaan atau transaksi pengeluaran barang. 
13. Kode Perkiraan Transaksi (GLM) 
Kode Cost of Accounting (COA) dari masing-masing transaksi penerimaan 
dan pengeluaran. Setiap transaksi penerimaan maupun pengeluaran dilengkapi 
dengan kode perkiraan ini dimaksutkan untuk keperluan Cost Accounting 
(General Ledger) 
14. Responsibility Center (GLS) 
Informasi unit penanggungjawab dari masing- masing transaksi yang terjadi. 
15. GL Maping (GLMAP) 
Maping antara kode perkiraan dengan unit yang bertanggungjawab atasnya 
16. Relasi 
Data dari relasi, baik itu customer maupun supplier 
17. Purchase Order 
Informasi mengenai pemesanan barang 
18.SPM 
Surat Perintah Muat, yaitu surat perintah pengiriman barang 
A-2 
LAMPIRAN 8 
B-1 
SIS Version : l. 1 
Use Case Specification Date : 24 January 2003 
uc 
Use Case Specification: Meng-inputkan 
Penerimaan Barang Pembelian 
1. Meng-inputkan Penerimaan Barang Pembelian 
1.1 Brief Description: 
Tujuan dari tugas ini adalah mencatat seluruh transaksi penenmaan 
pembelian barang 
2. Flow of Event 
2.1 Basic Flow: 
1. User memilih kode gudang 
2. Sistem men-generate nomor Penerimaan Barang 
3. Status penerimaan menjadi 'OPEN' 
4. Sistem memasukkan tanggal default penerimaan 
5. User Gudang memilih nomor PO 
6. User Gudang memasukkan data barang danjumlah yang diterima. 
7. User Gudang mencetak BPB dan memintakan persetujuan ke 
bagian yang berwenang. 
8. User Gudang memasukkan nama penyetuju. 
9. Status penerimaan menjadi 'APPROVED' 
10. Sistem menambah stok barang 
2.2 Alternate Flow: 
[4.a] Tanggal penerimaan tidak sama dengan tanggal default 
1. User Gudang memasukkan tanggal penerimaan 
[7.a] BPB harus di-edit 
1. User Gudang memperbarui BPB 
2. User Gudang mencetak ulang BPB dan memintakan persetujuan ke 
pihak yang berwenang. 
[7-10.a] BPB tidak disetujui 
1. User Gudang membatalkan penerimaan barang dan BPB. 
2. Status penerimaan menjadi 'OPEN' 
3. Sistem memperbarui stok barang. 
4. User menghapus data transaksi 
3. Special Requirement 
None. 
I Confidential SIS UCS-1 I 
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4. Pre-Condition 
Kualitas barang memenuhi standar. 
5. Post-Condition 
BPB telah dibuat dan siap diberikan kepada supplier dan salinannya 
didistribusikan kepada pihak yang terkait 
6. Extension Points 
None. 
7. Document Sources 
None. 
8. Screen Layout 
T ransaksi Daftar T ransaksi 
Status: [.,otp -\..": 
Header 
No. T ransaksi 
No. Referensi 
Tar>;lQal 
Keterangan 
Detail 
Nomor Kode Prod.k 
I Confidential 
Namaf'roduk 
No PO : 
Suppier: 
Pen~ : 
T rpe Ket..-angan 
SIS UCS-2 I 
SIS Version: 1.1 
Use Case Specification Date : 24 January 2003 
uc 
Use Case Specification: Menerima LPAH 
1. Menerima LPAH 
1.1 Brief Description : 
Tujuan dari tugas 1m adalah untuk: menytmpan informasi transaksi 
Penerimaan ayam hidup. 
2. Flow of Event 
2.1 Basic Flow: 
1. Sistem memasukkan kode gudang 
2. Sistem men-generate nomor penerimaan barang other. 
3. Status bukti menjadi 'OPEN' 
4. Sistem memasukkan tanggal default penerimaan 
5. User Gudang memasukkan data penerimaan 
6. User Gudang memilih data barang yang diterima 
7. User Gudang memasukkanjumlah barang yang akan diterima 
User Gudang mengulangi langkah 6-7 sampai seluruh data barang 
dimasukkan. 
8. User memasukkan data timbang untuk: masing - masing barang 
User Gudang mengulangi langkah 8 sampai seluruh data timbang 
barang dimasukkan. 
9. User Gudang mencetak Bukti LPAH dan memintakan persetujuan 
ke pihak yang berwenang. 
10. User Gudang memasukkan nama penyetuju 
11. Status bukti menjadi 'APPROVED' 
12. Sistem menambah stok 
2.2 Alternate Flow: 
[4.a] Tanggal penerimaan tidak sama dengan tanggal default Sistem 
1. User Gudang memasukkan tanggal penerimaan 
[9-12.a] Bukti tidak disetujui 
1. User Gudang menghapus penerimaan LP AH 
[9.a] Bukti harus di-edit 
1. User Gudang meng-edit Bukti LP AH 
2. User Gudang mencetak ulang Bukti LPAH dan memintakan 
persetujuan ke bagian yang berwenang 
I Confidential SIS UCS-3 I 
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3. Special Requirement 
None. 
4. Pre-Condition 
None. 
5. Post-Condition 
None. 
6. Extension Points 
None. 
7. Document Sources 
None. 
8. Screen Layout 
Pe~iode : Juni. 2003 Gudang AOOl GUDANG UNLOADING 
T ransaksi Daftar T ransaksi Produk Penimbangan 
Mode: Tambah !; ·: r• ., 
'·~ 
Header 
No. Transaksi 
T anggal 09/06/2003 ..,.. 
No PO : P067/03/03 
NamaSopir 
KodeMasuk 
Keterangan 
Detail 
TB Seq 
1 
I Confidential 
KodeProduk 
AR4020 
NamaProduk 
NoDPP/Memo 
No DO Supplier 
Supplier: S012/A/0309 
No Mobtl 
Kode Farm 
BONELESS LEAN BROILER FRESH GRADE A 
SIS 
TipeProduk 
Finish Good 
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Use Case Specification: Menerima Barang 
Lain-lain 
1. Menerima Barang Lain-lain 
1.2 Brief Description : 
Tujuan dari tugas ini adalah untuk menytmpan informasi transaksi 
Penerimaan Barang Other. 
2. Flow of Event 
2.1 Basic Flow: 
3. User memasukkan kode gudang 
4. Sistem men-generate nomor penerimaan barang other. 
5. Status bukti menjadi 'OPEN' 
6. Sistem memasukkan tanggal default penerimaan 
7. User Gudang memasukkan alasan penerimaan 
8. User Gudang memilih data barang yang diterima 
9. User Gudang memasukkanjumlah barang yang akan diterima 
User Gudang mengulangi langkah 6-7 sampai seluruh data barang 
dimasukkan. 
10. User Gudang mencetak Bukti Transaksi Other Penerimaan dan 
memintakan persetujuan ke pihak yang berwenang. 
11 . User Gudang memasukkan nama penyetuju 
12. Status bukti menjadi 'APPROVED' 
13. Sistem menambah stok 
2.2 Alternate Flow: 
[4.a] Tanggal penerimaan tidak sama dengan tanggal default Sistem 
14. User Gudang memasukkan tanggal penerimaan 
[8-12.a] Bukti tidak disetujui 
15. User Gudang menghapus penerimaan barang other 
[8.a] Bukti harus di-edit 
16. User Gudang meng-edit Bukti Transaksi Other Penerimaan 
17. User Gudang mencetak ulang Bukti Transaksi Other Penerimaan 
dan memintakan persetujuan ke bagian yang berwenang 
3. Special Requirement 
None. 
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4. 
5. 
6. 
7. 
8. 
P re-Condition 
None. 
Post-Condition 
None. 
Extension Points 
None. 
Document Sources 
None. 
Screen Layout 
Periods : Jl6li, 2003 • \. 
Status:EII!!lV :~~: P I tf} 
Header 
No. Transaksi 
Tanggal · 
Penyet<.iu : 
Deta~ 
Gudang 
Nom01 Kode Proruk NamaProdtJ< 
I Confidential 
Version : 1. 1 
Date : 24 January 2003 
Perk. Transaksi · 
Aesp. Center : 
Keterangan : 
SIS 
Tipe Keterangan 
UCS-6 I 
SIS Version : l. 1 
Use Case Specification Date : 24 Janu~ 2003 
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Use Case Specification: Transfer In 
1. Transfer In 
1.1 Brief Description: 
Tujuan dari tugas ini adalah untuk menyimpan transaksi penerimaan transfer 
barang dari gudang lain. 
2. Flow of Event 
2.1 Basic Flow : 
1. User memasukkan kode gudang 
2. Sistem men-generate nomor transfer in. 
3. Status bukti menjadi 'OPEN' 
4. Sistem memasukkan tanggal default transfer in 
5. User Gudang memilih nomor Bukti Transfer Out. 
6. User Gudang mencetak Bukti Transfer In dan memintakan 
persetujuan bukti ke pihak yang berwenang. 
7. User Gudang memasukkan nama penyetuju 
8. Status bukti menjadi 'APPROVED' 
9. Sistem menambah stok 
2.2 Alternate Flow : 
[4.a] Tanggal penerimaan tidak sama dengan tanggal default dari Sistem 
1. User Gudang memasukkan tanggal penerimaan 
[5.a] Penerimaan tidak sama dengan Bukti Transfer Out 
1. User Gudang memasukkan data aktual penerimaan 
[6.a] Bukti hams di-edit 
1. User Gudang meng-edit Bukti Transfer In 
2. User Gudang mencetak ulang Bukti Transfer In dan memintakan 
persetujuan. 
[6-10.a] Bukti tidak disetujui 
1. User Gudang menghapus transaksi 
3. Special Requirement 
None 
4. Pre-Condition 
None 
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5. Post-Condition 
Barang telah diterima 
6. Extension Points 
None 
7. Document Sources 
None 
8. Screen Layout 
Periode . J111i, 2003 X 
Transaksi DaltarTransaksi 
Status : Emotv 
Headel 
No. T ransaksi 
Tanggal . 
NaTO : 
T erima dari : 
Detail 
' . T' l 
''-. . _.} 
Gudang 
Noroor Kode Produk Namaf'lotU< 
I Confidential 
Version : 1.1 
Date : 24 Janu~ 2003 
Perk. Transaksi : 
Resp. Corter · 
Penyetu;.J : 
Keter~n : 
SIS 
T"" 
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Use Case Specification: Meng-inputkan 
Pengeluaran Ayam Mati 
1. Meng-inputkan Pengeluaran Ayam Mati 
1.1 Brief Description: 
Tujuan dari tugas ini adalah menyimpan informasi yang berhubungan 
dengan proses pengeluaran ayam mati. 
2. Flow of Event 
2.1 Basic Flow: 
1. Sistem memasukk:an kode gudang 
2. Sistem men-generate nomor pengeluaran pemusnahan 
3. Sistem memasukk:an tanggal default pengeluaran pemusnahan 
4. User Gudang memilih barang yang akan dikeluarkan 
5. User Gudang memasukk:anjumlah barang 
6. User Gudang mencetak Surat Pengeluaran Barang 
7. Sistem mengurangi stok barang. 
8. Status pengeluaran menjadi 'APPROVED' 
2.2 Alternate Flow: 
[3 .a] Tanggal Usulan tidak sama dengan tanggal default dari Sistem 
1. User Gudang memasukkan tanggal Usulan 
3. Special Requirement 
None 
4. Pre-Condition 
None 
5. Post-Condition 
None 
6. Extension Points 
None 
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7. Document Sources 
None 
8. Screen Layout 
" 
,., 
Periode : Juni. 2003 Gudang AOOl GUDANG UNLOADING I'' w ii.)... J::'P 
Transaksi D altar T r ansaksi 
Node: Tambah ~..J ~ ...;; f>f> 
Header 
No.transaksi Tanggal 13106/2003 • 
Keterangan 
Produk 
Produk : 
Mati tdk Sempurna ekor Mati Saat Tunggu ekor 
Jumlah Standart kg Jumlah Standart kg 
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Use Case Specification: Meng-inputkan 
Pengeluaran Pemusnahan (Afkir) 
1. Meng-inputkan Pengeluaran Pemusnahan (Afkir) 
1.1 Brief Description: 
Tujuan dari tugas ini adalah menyimpan informasi yang berhubungan 
dengan proses pemusnahan stok afkir di gudang. 
2. Flow of Event 
2.1 Basic Flow: 
2. User memasukkan kode gudang 
3. Sistem men-generate nomor pengeluaran pemusnahan 
4. Sistem memasukkan tanggal default pengeluaran pemusnahan 
5. User Gudang memihh barang yang akan dimusnahkan 
6. User Gudang memasukkanjumlah barang 
User Gudang mengulangi langkah 4-5 sampai seluruh data barang 
dimasukkan. 
7. User Gudang mencetak Surat Pengeluaran Barang 
8. Sistem mengurangi stok barang. 
9. Status pengeluaran menjadi 'APPROVED' 
2.2 Alternate Flow: 
[3 .a] Tanggal Usulan tidak sama dengan tanggal default dari Sistem 
10. User Gudang memasukkan tanggal Usulan 
3. Special Requirement 
None 
4. Pre-Condition 
Surat Ijin pemusnahan telah dibuat dan disetujui secara manual. 
5. Post-Condition 
Barang siap diserahterimakan dengan bagian GA. 
6. Extension Points 
None 
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7. Document Sources 
None 
8. Screen Layout 
Periode : Juni, 2003 }I 
Trans.aksi Daftao: Transaksr 
Status: E .. oty 
Header 
Nutransaksi 
Tanggal 
Keterangan 
Detail 
Noma Kode Produk 
Confidential 
Gudang 
Nama Prod\J< 
Version : 1. 1 
Date : 24 January 2003 
Perk. T ransaksi : 
Resp. Center : 
Tipe Keterangan 
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Use Case Specification: Meng-inputkan 
Pengeluaran Umum 
1. Meng-inputkan Pengeluaran Umum 
1.1 Brief Description: 
Tujuan dari tugas ini adalah menyimpan informasi yang berhubungan 
dengan proses pengeluaran barang umum. 
2. Flow of Event 
2.1 Basic Flow: 
11 . User memasukkan kode gudang 
12. Sistem men-generate nomor pengeluaran barang 
13. Sistem memasukkan tanggal default pengeluaran barang 
14. User Gudang memilih barang yang akan dikeluarkan 
15. User Gudang memasukk:anjumlah barang 
User Gudang mengulangi langkah 4-5 sampai seluruh data barang 
dimasukk:an. 
16. User Gudang mencetak Surat Pengeluaran Barang 
17. Sistem mengurangi stok barang. 
18. Status pengeluaran menjadi 'APPROVED' 
2.2 Alternate Flow: 
[3 .a] Tanggal Usulan tidak sama dengan tanggal default dari Sistem 
19. User Gudang memasukkan tanggal Usulan 
3. Special Requirement 
None 
4. Pre-Condition 
None 
5. Post-Condition 
None 
6. Extension Points 
None 
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7. Document Sources 
None 
8. Screen Layout 
PeriJde: Juri 2003 Gudang 
Transaksi Daltar Transaksi 
Slatus: Empty I, . \ . 
'" ·~ 
Header 
No.lransaksi Perk. T ransaksi : 
Targgal Resp. Cenler : 
Penyeluiu Keterangan 
Detail 
N ornor Kode Produk NamaP!oduk Tipe Keterangan 
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Use Case Specification: Mengeluarkan 
Barang Other 
1. Mengeluarkan Barang Other 
1.1 Brief Description : 
Tujuan dari tugas ini adalah untuk meny1mpan informasi transaksi 
Pengeluaran Barang Other. 
2. Flow of Event 
2.1 Basic Flow: 
1. User memasukkan kode gudang 
2. Sistem men-generate nomor pengeluaran barang other. 
3. Status bukti menjadi 'OPEN' 
4. Sistem memasukkan tanggal default pengeluaran 
5. User Gudang memasukkan alasan pengeluaran 
6. User Gudang memilih data barang yang akan dikeluarkan 
7. User Gudang memasukkanjumlah barang yang akan dikeluaran 
User Gudang mengu/angi langkah 6-8 sampai seluruh data barang 
dimasukkan. 
8. U<;er Gudang mencetak Bukti Transaksi Other Pengeluaran dan 
memintakan persetujuan ke pihak yang berwenang. 
9. User Gudang memasukkan nama penyetuju 
10. Status bukti menjadi 'APPROVED' 
11. Sistem mengurangi stok 
2.2 Alternate Flow: 
[4.a] Tanggal pengeluaran tidak sama dengan tanggal default dari Sistem 
1. User Gudang memasukkan tanggal pengeluaran 
[8-13.a] Bukti tidak disetujui 
1. User Gudang menghapus transaksi pengeluaran barang other 
[9.a] Bukti harus di-edit 
1. User Gudang meng-edit Bukti Transaksi Other Pengeluaran 
2. User Gudang mencetak ulang Bukti Transaksi Other Pengeluaran 
dan memintakan persetujuan ke bagian yang berwenang 
3. Special Requirement 
None 
I Confidential SIS UCS-15 I 
SIS Version : 1. 1 
Use Case Specification Date: 24 January 2003 
uc 
4. Pre-Condition 
1. Ada DPB manual dari unit untuk pengeluaran barang other. 
5. Post-Condition 
None 
6. Extension Points 
None 
7. Document Sources 
None 
8. Screen Layout 
Periode: Gudang 
T ransaksi Daltar T ransaksi 
Status: Emotp ~ : 1 ' 
... .... 
Header 
No.transaksi Perk. T ransaksi : 
Tanggal Resp. Center : 
Pe~tuiu Kelerlln!Jan 
Detai 
N omor Kode Produk Nama Produk Keterangan 
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Use Case Specification: Transfer Out 
1. Transfer Out 
1.1 Brief Description : 
Tujuan dari tugas ini adalah untuk menytmpan transaksi pengeluaran 
transfer barang ke gudang lain. 
2. Flow of Event 
2.1 Basic Flow : 
1. User memasukkan kode gudang 
2. Sistem men-generate nom or transfer out. 
3. Status bukti menjadi 'OPEN' 
4. Sistem memasukkan tanggal default transfer out 
5. User Gudang memasukkan data gudang tujuan. 
6. U5er Gudang memasukkan alasan pengeluaran 
7. User Gudang memilih data barang yang akan dikeluarkan 
8. User Gudang memasukkan jumlah barang yang akan dikeluarkan 
User Gudang mengulangi langkah 7-8 sampai seluruh data barang 
dimasukkan. 
9. U5er Gudang mencetak Bukti Transfer Out dan memintakan 
persetujuan bukti ke pihak yang berwenang. 
10. User Gudang memasukkan nama penyetuju 
11 . Status bukti menjadi 'APPROVED' 
12. Sistem mengurangi stok 
2.2 Alternate Flow : 
[4.a] Tanggal pengeluaran tidak sama dengan tanggal default dari Sistem 
1. User Gudang memasukkan tanggal pengeluaran 
[11 .a] Bukti harus di-edit 
1. User Gudang meng-edit Bukti Transfer Out 
2. User Gudang mencetak ulang Bukti Transfer Out dan memintakan 
persetujuan. 
[11-12.a] Bukti tidak disetujui 
1. User Gudang membatalkan transfer out 
3. Special Requirement 
None 
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4. Pre-Condition : 
None 
5. Post-Condition : 
1. Barang siap dikirim 
6. Extension Points 
None 
7. Document Sources 
None 
8. Screen Layout 
Transaksi DaRarTrons<lksi 
Header 
No. T ransaksi : 
Tanggal 
Pef'¥!tt.fJ 
Keterangan 
Detarl 
Nomor Kode Prod!J< 
I Confidential 
Nama Produk 
Version : 1.1 
Date : 24 January 2003 
Gudang T t.fJan · 
Perk. T ransaksi : 
Resp. Center : 
SIS 
Tipe Keterangan 
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Use Case Specification: Meng-inputkan 
Pengeluaran Barang Penjualan 
1. Meng-inputkan Pengeluaran Barang 
1.1 Brief Description : 
Tujuan dari tugas ini adalah mencatat seluruh transaksi pengeluaran barang 
per SPM. 
2. Flow of Event 
2.1 Basic Flow : 
1. User memasukkan kode gudang 
2. Sistem men-generate nomor pengeluaran barang 
3. Sistem memasukkan tanggal default pengeluaran barang 
4. Sistem memasukkan initiator default pengeluaran barang 
5. User Gudang memilih SPM. 
6. User Gudang memasukkan data muat aktual . 
7. User Gudang melakukan Packing List untuk mengurangi stok 
barang. 
2.2 Alternate Flow: 
[3 .a] Tanggal pengeluaran barang tidak sama dengan tanggal default dari 
Sistem 
1. User Gudang memasukkan tanggal pengeluaran barang 
3. Special Requirement 
None 
4. Pre-Condition 
None 
5. Post-Condition 
None 
6. Extension Points 
None 
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7. Document Sources 
None 
8. Screen Layout 
Periode : Juni_ 2003 ./.}_ 
Transaksi DaRa Transaksi 
Status: Emotp ;; ' (< ~ .1'1 
Header 
No.transaksi 
Tanggal 
NoSPM : 
Keterangan 
Detail 
..... ..,., 
N omor Kode Prod.rk 
Confidential 
Gudang 
NamaProduk 
Version : 1.1 
Date : 24 January 2003 
Perk. Transaksi : 
Reop. Center : 
Pelanggan : 
Tipe Keterangan 
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LAMPIRAN C 
1. Use Case Realization Penerimaan Pembelian 
• Sequence Diagram Basic Flow (view) 
: Petugas Gudang 
("·r 
: FrmMain : FrmTrmBeli : ClsMasterDetail : DLTBBeli 
... :r:~. 
l 
/..--·--.....\ 
1···-·{ \ 
'\.....___../) 
..... ---....... ~ ( ) 
_;,,__L_ 
: Petugas Gudang : FnnMain : FrmTrmBeli : ClsMas:terDetail : DLT98eli 
/lopenO 
····r·· ·· ·····································>~~ ~ 1/pilih menuo · .. : : : 
I 1/pilih e ·:o·Ci~0-··---------i) ' : : ~--·-·---------··· .. -·---· ............... _. ______ ;.: executeQJery() ! 
! I ! ·------·---·-------L---------------~ I 1/pilih u~angO ' : ,·· 
t------- ~--~-··~----- I I 
i load Data() ---l~~~ fil l() 
L 
splay dataO l ....... . 
• Sequence Diagram Add 
: FrmPana ri m01an ... : IR unningNumb~iH : CIS:MastarDat... : DLTBL~in 
.............. 
·--( 'r 
./ 
: Frm~rimaanlainbinN l ... 
1/Qp<n() 
f~ilihmenu() 
....... ·::~· 
'"' '~" gudani() 
····················:f..dil() '''"'' 
................... , ................. .,,.. 
get:Ne11IO() 
. .. 1/'<0""iJC )·. 
lle~rid~<~O 
·························/{Si-iV~"Q· 
··· · · ·· · · · · · ··· ········ -- ~iics·iii ;· · .... ·.--.. --.··.·.-. · ..>_·.-~--'. 
·········Q<!1'....;r ·········:·· 
------··· ;;·;;·o;,;;:·j·--·r· 
/ld~l~y·.~~tld 
~~~~i~~:~ 
.'1 
!Jdisplay UOM 
"1 lldi~Piay POid 
'.J 
'""l'' 
( 
:: ...... -!.:: 
!RUMIOC!NYffibtr 
························· 
saveDal:a( ) 
C-1 
• Sequence Diagram Edit 
: Petug•s: : lPutchoJSQ 
H-----.) 
...... __ ... 
-; ....;;-1 c~IGL:-J [---~J 
-~---- ---- -·------
( \ 
\. } 
....:::.-........:::::. 
: P!WQ;!s GudM\o 
C-2 
• Sequence Diagram Delete 
C! 
--T-
' 
: Petugas Gudang 
/lopenO 
: FrmMain 
: FrmMain 
'!r··-------·--·---------~ ltpilih menuO 
: FrmTrmBeli 
/--..., .. 
I 11 
l J 
~
: DLTBBeli 
j /!pili eriodeO 
!----···------------------ .. -----------··--·----·---~;,. 
I /!pili udangQ 
execute ~eryQ 
[------·-···--···-····-·- -·····-·-·-----·--·--·--? 
load Data() 
J ······---······---·····-· ···-·······---;:l-'1 getQ - ! 1--------~-fill~) 
I 
' ,,,1 
-·r-----------~~ 
, r-----------~ 
j-····-· ··-·-·-·--·-·····--··-·-··· 
I I . ll ' -: ,-
splay dataQ 
~ 
ransaksi 
~··--·-·------~ 
let eO 
veQ 
u 
save Data() 
-~:,r __ up_d_a~_e<_)_....,.,· 
I. >u I 
u 
• Sequence Diagram Posting 
: Petugas Gudang 
· Petug.as Gudana 
/lopenO 
: F'rmMain · FrmTrmBeli : TBRute : Clslllaster ... : DLTBBe: li 
("'·-) 
'. ......... -·'r 
..;.J]f!y!J. · CiJMIS!erOet;i! 
~ ·I ,~ilih menuo ---:~J. 
-rod·O _ _ .. 1 
udongO . ! ............................... ~~-t~-uteOutry~ -- ... ( ·····················:-~!" 
................... -·-···---·-•1 loadOola() I _________________ , ________ _ 
................. r;~~~-~0 
..... ············'·i posting() ' 
j··--·-···-----·······--·--·---'' J 
• 
'·· 
1/disj:,tay konfirmasl() 
r·~.:::::::::::· j• • 
1.,, 
C-3 
o"O 
\.. 
·····-~··r f1ll(, 
! •.. ! --1(~ .• 
posti"G() 
: DLSlod( : Dl TB 
·'···· 
get Det:aiiT8( ) , 
~,;s;;;~;;o·-->~] 
., .. ·:·::::1 
s up New Prod() 
•.... :::::::t 
ildOStook() 
:.;::·:::::J 
• Sequence Diagram UnPosting 
: Petugas: Gud.ang : FrmM~in : FrmTrmBeli : ClsMutar£>at.lil 
,/-«-.. , ) ( 
'--"' 
. Prtwa;s: GuoJama kQ~r:rJ:l~l!! 
un PosU,j( ) 
: TBRule 
A. 
' ' ' '· \ ' 
·-
/ 
.....Ii!ll.k 
1~ 
I 
I. 
l 
: DLTBBeli : OLStodo: : DLTB 
_(.~--
' 
·---.\ 
' ~ I 
' \-~- __ .. ~ 
~ ~ 
updMe() 
-------o-n 
2. Use Case Realization Transfer In 
• Sequence Diagram Basic Flow (view) 
: Petugas <>udang 
(') 
.:t. 
: Petugas Gudang 
/lopenO 
: FrmTI 
!"'-·--.... K) 
. ....___...,../ 
: FrmMain 
-);th·1 
: ClsMasterDetall 
: ClsMasterDetail 
: DLTBTI 
(.----\ 
\, ) 
~
rr··-- ---- ----------- ... ttpilih menuO 
I t-1-----'-lp-il-ih_,~.,..efi-·o_doO · ;~ ~•••"'•~() 
11--- ----- '-!~~-~~- ~~~~~?-------------~ ! ----- ----r------------~1; 
. i 
u 
"rj .~- load Data() 
splay dataO 
0:: -:=1 
C-4 
>I 'L get() ~~-----L :::fill() 
IJ : 
• Sequence Diagram Add 
: Pei:UQ!$ Gudang :F'rmMain ; FrmTI : IMaste:r : IGL : 'RunnlngNumiHH : ClsMast:!f'{)etall : DLBPTO : DLTBTI 
.. _,... .. ' I f-1: ".--+-~. \ r--:, ) ( \ 
.I ..._,_ __ ..... J ·' .' 
·' ----~ -- [ l [ J r:;;~~~-i~f~~;~~; :: ~ .. _ ..... · .:-:-- . .....~:·:. : Petugas Gudang : Frmlhin : ltllla5ter ~ : DLBPTO .,;,Lan1! : ClsWasterOf!l.lil ..:.QlJJ!l! 
-'~----·'j 
1/d isp Lay GLSid 
1/d~-lai Pr! d 
getBPI«) 
............................... .,.,,,., ..• 
!illY~ Data( ) 
• Sequence Diagram Edit 
: Petugas Gudang : Frm~a i n : FrmTI : ClshllasterDetail : !Master : IGL : OLBPTO : OLTBTI 
¥ h',r-, H----\ ,.-4-'\. 
' ', } 
' . ' 
"-----) '·, __ ... .,_ 
: Pet!:!Qas Guda!!Q 
_;_[mill : FrmMilin : ctsMaaerQmii! 
~..,.,...... .• ,. ..~ ....... I \ \ 
--~] -----·--·· I ' ..:...!.Q..b \ -~ :: ~ l ________ 
llopeno : OLBPTO _;__Qilli! 
~~~~-31:--=l. .. .. .. . ..  .... ... ' 
·-----·----r -·--------·l: k>ildOa1a() 
I p • ·- -- -- - -:1-~- -- ---~ 
I I 
I Tl717.<13!30 g .. Pn>JI( ) 
--·-- --------·--;;,.-u~ y--· - -- ·:n 
I ---·_·_·_·_-_- -- ~ _-: -. :=i~ ~~~ --•~1:l---
~~playG:~ -
It~~-~~ I«) 
.......•............ ~~~~~~~~---·······• y ·· . • .............. t .................. ;,[ 
-[::/~' 
get() : 
------'----~-- -. 
•lu;i 
........... ;:_"'r ' ~ 
~41 1,. 
! '\.··········· t~I~P~O 
,f.t;,ptay UON() 
1---· 
ge<BPid(;) 
~hoy 9PTO 
..... l) 
. I~ 
I 
saveOala() , , , : 
~---------------·l·""""'"'"'""''"'"'l""'"'"""'""~~-~~-}----------------------···[·--·--·""''""1: 
C-5 
• Sequence Diagram Delete 
: Petugas ~udang : FrmMain 
~-k-... ( ') 
..____./· 
: Petugas Gudang : ClsMasterDetail 
/lopenO 
' 
execute Qu~ryO 
ll)lili~ gudangO 
... ~······ ··-··· ~- --- .. . . ·-· ........ ·-·--.------------- .... ·····-·---·-··-·-:?.:! 
load Data() , 
i 
splay dataO 
······~J~~~~U;~ 
llpili transaksi 
__ :_ 
n .............................................. .; ............................................... ~o 
I eleteO 
f··"'""""'"""""'""""'""'""""'""""'''"''i •"'""""""''"""'"''" 
/saveO 
I"'""'"""'""'"''"''"'"'"'"""'""' ..• " save Data() 
_____________________________ :~ .. -r _____ ~~~~~~ ~-------;~: . 
• ....,) I 
' ' 
..,. 
C-6 
• Sequence Diagram Posting 
: Petugas G!Jdang : Frma-tain : FrmTI : TBRul• : ClsM.IShrD•t.. : DLT9TI 
r'"''·, _,..,...-·--... 
.-;... /"""-·, ,. .. --·-·-.. 
---\ ·, H , i \ I' ' ' ) ! \ .. ____ ... / 
-· 
/ '-·· ~'-~ 
: Perugas Gudaoo : FrmMIIin : Frmn 
· TBRt.ie : CI-.,orllmi : DLTBTI 
/lopenO 
rr----------------· · 
I 
1 
p.node() , execulellueo'fQ , 
I I ~dang() -----;--------:--~----~ LJ IJ ____ ·----~, ·~-~"'--'~'J: -~2 
IJ l .,, ______ -::J 
ksspl3y daaQ 
------~~ 
posting() 
post;ng() 
//ll;sl)lay kon""""s() 
-···-·--· .-:~·--. 
C-7 
: DLSiod< 
/' ................ 
' ) .,
\ ~ 
: OLStock 
N .. P,.d() 
..-=::J 
t:~~~l) ., 
II 
: DLT9 
...... -...... 
( 1,1 
' ' ~
: OLTB 
• Sequence Diagram UnPosting 
: FrmMain : DLTBTI : Dl.Stod< : DLTB : Petugas Gudang I 
.J. .. , .. 
'"'''"'~"-~''''"' ··~-·--
_.r-''-
-(--) __ .....,.,_ __ ·~· ... \ ~--~, _ .r ... ·-·~ ... , ,_,-·····-... .... H ______ ) r" { ) ' ' \ { ··,, I I, \, ) ....... _ ... 
' ' \ ) ' ' '--·' ----~ ~ ~ ~: P21UIJii Oud3ng : Frmllbin : FrmTI 
. Clsllmt~~trOatotil : TBRule 
_;_!lill![ : DLStoci< : DLT9 
3. Use Case Realization Transfer Out 
• Sequence Diagram Basic Flow (view) 
: Petugas Gudang : FrmMain 
~---H1 
'--..._j ~ .... ...--~\ 
: FnnMain \,"';-----',/ 
: Petugas Gudang : ClsMasterDetail : DLBPTO 
/lopenO : F r:n TO 
' ' ----,..--
,!.,---- .......... :;,. f' llpilih menuO : ' ' 
1
1 
llpilih pe eo-·· --------------.;;..1•, ' ' I[ ___________________ -------------------- -- ------------------~~ execute ~ery( ) _ ; 
I llptlih gud gQ ·:----------------------------------:·----------------------------------:1] ~~~-------------------~t----~---~ '"'""'() ~l: l "'" >~--f i ll() I 
11 1cfispla~-~~ao I u~ ! I L <e;------J j 
II u 
C-8 
• Sequence Diagram Add 
: FrmTO 
l--(·' - ,_\) 
l \,, _ ___.,.··' 
: Perugas Gudang : Frmf\lbin 
: IMast&r : IGL 
save~a() 
: execute Query() 
. ___ .;.. ___ _ 
: DLBPTO 
,,..,..--..... 
I :' ~::::_ 
-~- update() . , 
l·---------~~~ 
savebaa() updillto() 
~----:----~ --1·:·· · ··················> ~ 
'·r 
C-9 
• Sequence Diagram Edit 
: PQtugas Gudang 
: Petugas Gudang 
: Frmlliain 
/-", 
_j 'I 
\.~~) 
: FrmMilin 
: FrmTO : OLBPTD 
L_ __ ~_] I .J!Iiru1 L----------" 
C-10 
• Sequence Diagram Delete 
: Petugas Gudang : ClsMasterOetail : DLBPTO 
..... 
~ ,_.-=:-,_) /,.--'--.... ... , (,_ J) ( ___ / ~
: Petugas Gudang : FrmMain 
: FrmTO : ClsMasterDetail : DLBPTO 
/lopenO 
r1 ~ l !lpilih menuO ::: : 
__ /lpilih p ·~odeO ~ 
- -j ~I executeOueryO 
11p rh 1: o r·---- ----~--------::.1] 
I
L __________________________ ~~----~ ·t~~----- -------~ I load Data() ' 
~---------;;> ..!. 
J getQ 
' 
j-;~~~---1 
update( ) 
C-11 
• Sequence Diagram Posting 
; Petugas Gudang : FnnMo~in : BPRulo 
(....., H----.\. .~-....... r ...;f_,-., 
---r:-- H: ) ( ) \ J 
·------
-~ ..... -
' ·---./ 
: Perugas Gud3ng : Fnni\Aain : FnnTO 
: BPRul• 
1/disfl:ily konfim01si() 
··,-:, ......... .. 
j 
• Sequence Diagram UnPosting 
: Petugas Gudang : FrmMain : FrmTO : ClsiiA aslerO .. 
K~--\ H~"-"') ,.~., / l~) ._____.. -... ___ ~--
: Petugas Gudang : FrmtutJin 
: FnnTO : !;;l~tl§§l~r!ll:liil 
/lopenO 
llpilih menuO 
-----------~....,!.. 
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D.l SCRIPT DATA DEFINITION LANGUAGE (DDL) 
/*==============================================================*/ 
I* Database name: SIS */ 
I* DBMS name: ORACLE Version 9i */ 
/*Created on: 1/20/2003 2:12:51 PM */ 
I*==============================================================* I 
create or replace type APPROVAL_ TYP as OBJECT 
( 
APPROVER1 VARCHAR(25), 
APPROVER2 VARCHAR(25), 
APPROVER3 VARCHAR(25), 
APPROVER4 VARCHAR(25), 
APPROVER5 VARCHAR(25) 
create or replace type AUDITLOG_ TYP as OBJECT 
( 
UPDUSER VARCHAR2(30), 
UPDTIME DATE, 
UPDTYPE CHAR(1) 
create or replace type MSUOM_ TYP as OBJECT ( 
UOMCODE VARCHAR2(10) , 
UOMCONVTO VARCHAR2(10), 
UOMALIAS VARCHAR2(10), 
UOMDESC VARCHAR2(128) , 
UOMCONVFACTOR NUMBER(12,6) 
) 
create table MSUOM of MSUOM_ TYP( 
primary key (UOMCODE), 
constraint FK_MSUOM_KONVERSIS_MSUOM foreign key (UOMCONVTO) 
references MSUOM (UOMCODE) 
object ID primary key 
I 
create index KONVERSISATUAN_FK on MSUOM ( 
UOMCONVTO ASC 
) 
create or replace type MSWHGROUP _ TYP as OBJECT ( 
WHGRPID CHAR(2), 
WHGRPNAME VARCHAR2(20) 
) 
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create table MSWHGROUP of MSWHGROUP _ TYP ( 
primary key (WHGRPID), 
WHGRPNAME not null 
) 
object ID primary key 
I 
create or replace type MSWAREHOUSE_ TYP as OBJECT ( 
WRHSID VARCHAR2(10), 
CITY CODE VARCHAR2(1 0), 
WHGRP REF MSWHGROUP_TYP, 
GLSID CHAR(S), 
WRHSPARENT VARCHAR2(10), 
WRHSNAME VARCHAR2(30), 
WRHSALIAS VARCHAR2(100), 
WRHSADDR1 VARCHAR2(80), 
WRHSADDR2 VARCHAR2(50), 
WRHSZIPCODE VARCHAR2(8), 
WRHSPHONE VARCHAR2(20), 
WRHSFAX VARCHAR2(30), 
WRHSTYPE VARCHAR2(1), 
FGSTATUS VARCHAR2(1) 
) 
create table MSWAREHOUSE of MSWAREHOUSE_ TYP ( 
primary key (WRHSID), 
foreign key (WHGRP) REFERENCES MSWHGROUP, 
WRHSNAME not null , 
constraint FK_MSWAREHO_ANGGOTA_D_MSWAREHO foreign key (WRHSPARENT) 
references MSWAREHOUSE (WRHSID), 
constraint FK_MSWAREHO_KOTA_WARE_MSCITY foreign key (CITYCODE) 
references MSCITY (CITYCODE), 
constraint FK_MSWAREHO_WHGLS_GLS foreign key (GLSID) 
references GLS(GLSID) 
object ID primary key 
I 
create index ANGGOTA_DARI_FK on MSWAREHOUSE ( 
WRHSPARENT ASC 
) 
create index GROUP _WAREHOUSE_FK on MSWAREHOUSE ( 
WHGRPASC 
) 
create index KOTA_WAREHOUSE_FK on MSWAREHOUSE ( 
CITY CODE ASC 
) 
create or replace type WhFIFO TYP as object 
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) 
WRHSID 
PRODCODE 
TRXDATE 
FIFOQTY 
FIFOAMT 
FIFOPRICE 
FIFOENDQTY 
FIFOENDAMT 
TBID_FIFO 
TBSEQ_FIFO 
NCASHMOHAMT 
NCASHMOHPRICE 
VARCHAR2(1 0), 
VARCHAR2(25), 
DATE, 
NUMBER(15,2), 
NUMBER(16,2) , 
NUMBER(16,2), 
NUMBER(15,2), 
NUMBER(16,2), 
VARCHAR(15), 
NUMBER(4), 
NUMBER(16,2), 
NUMBER(16,2) 
create or replace type MSPRODUCT _ TYP as OBJECT ( 
PRODCODE VARCHAR2(25), 
PRODGROUP VARCHAR2(25), 
UOM REF MSUOM_TYP, 
GLMID CHAR(1 0), 
PRODDLPRICE NUMBER(16,2), 
PRODUMUR NUMBER(5), 
PRODSATUMUR CHAR(1) , 
ISGROUP NUMBER(1 ), 
GRPMEMBERS NUMBER(5), 
PRODTYPE VARCHAR2(1) , 
PRODNAME VARCHAR2(50), 
PRODALIAS VARCHAR2(100), 
PRODARTICLE VARCHAR2(25), 
PRODBARCODE VARCHAR2(25), 
PRODCONVERSIONX NUMBER(15,2), 
PRODCONVERSIONY NUMBER(15,2) , 
PRODMINSTOCK NUMBER(15,2) , 
PRODREORDERPOINT NUMBER(15,2), 
PRODTOLERANCE NUMBER(15,2), 
PRODLEADTIME NUMBER(5), 
PRODSTDPRICE NUMBER(16,2), 
PRODRMPRICE NUMBER(16,2), 
PRODFOHPRICE NUMBER(16,2) , 
PRODSTATUSDATE DATE, 
STRAINTYPE VARCHAR2(1) , 
DOCTYPE VARCHAR2(15) , 
EGGNAME VARCHAR2(15) , 
FGPPN VARCHAR2(1), 
FGPACKAGE VARCHAR2(1 ), 
FGBOM VARCHAR2(1) , 
FGROYALTY VARCHAR2(1), 
FGTYPE NUMBER(3), 
FGSTOCK VARCHAR2(1), 
FGSTATUS VARCHAR2(1) , 
PRODDIFFLEVEL NUMBER(1), 
SALESGLM CHAR(1 0) , 
DISCGLM CHAR(1 0), 
COGSGLM CHAR(1 0), 
INRETURGLM CHAR(10), 
AUDLOG AuditLog Typ 
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create table MSPRODUCT of MSPRODUCT _ TYP ( 
primary key (PRODCODE), 
foreign key (UOM) REFERENCES MSUOM, 
foreign key (GLMID) REFERENCES GLM, 
PRODSATUMUR default'*' not null, 
ISGROUP 
PRODTYPE 
default 0 not null, 
not null , 
PRODNAME not null, 
constraint CKC PRODDIFFLEVEL MSPRODUC check (PRODDIFFLEVEL is null or 
PRODDIFFLEVEL in (1 ,2)) )) , -
constraint CKC_PRODSATUMUR_MSPRODUC check (PRODSATUMUR in ('*','J','H' ,'B','T')), 
constraint FK_MSPRODUC_PRODUKGLM_GLM foreign key (GLMID) 
references GLM (GLMID), 
constraint FK_MSPRODUC_ GROUPPROD_MSPRODUC foreign key (PRODGROUP) 
references MSPRODUCT (PRODCODE) 
create table WhFIFO of WhFIFO_ TYP( 
WRHSID not null , 
TRXDATE not null , 
PRODCODE not null , 
NCASHMOHAMT default 0 not null, 
NCASHMOHPRICE default 0 not null , 
constraint PK_WHFIFO primary key (WRHSID, PRODCODE, TRXDATE) , 
constraint FK_WHFIFO_FIF04WH_MSWAREHO foreign key (WRHSID) 
references MSWAREHOUSE (WRHSID), 
constraint FK_WHFIFO_FIFOPRODU_MSPRODUC foreign key (PRODCODE) 
references MSPRODUCT (PRODCODE) 
create index PRODUKGLM_FK on MSPRODUCT ( 
GLMIDASC 
) 
create index GROUPPRODUK_FK on MSPRODUCT ( 
PRODGROUP ASC 
) 
create index PRODUKUOM_FK on MSPRODUCT ( 
UOMASC 
) 
create table MSPRODUCTFOTO ( 
PRODCODE VARCHAR2(25) not null, 
PRODFOTO ORDSYS.ORDIMAGE, 
constraint PK_MSPRODUCTFOTO primary key (PRODCODE), 
constraint FK_MSPRODUC_FOTOPRODU_MSPRODUC foreign key (PRODCODE) 
references MSPRODUCT (PRODCODE) 
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create or replace type TBTIMBANG_TYP as OBJECT ( 
TIMBANGSEQ NUMBER(4), 
UOMCODE REF MSUOM_ TYP, 
TIMBANGQTY NUMBER(15,2) , 
TIMBANGQTY1 NUMBER(15,2) , 
AUDLOG 
) 
Auditlog_ Typ 
create type TBTIMBANG_NTABTYP as TABLE of TBTIMBANG_ TYP 
I 
create or replace type WHTBDT _ TYP as OBJECT ( 
TBSEQ NUMBER(4), 
UOMNONSTD REF MSUOM_TYP, 
UOMSATPKG REF MSUOM_TYP, 
PRODCODE REF MSPRODUCT_TYP, 
CURRCODE CHAR(3), 
GLMID CHAR(10) , 
GLSID CHAR(8) , 
AMTORG NUMBER(17,2), 
EXCHRATE NUMBER(11 ,5), 
AMT NUMBER(16,2), 
TRANSINQTY NUMBER(15,2), 
TRANSINQTY1 NUMBER(15,2), 
INQTYACT NUMBER(15,2), 
INQTYACT1 NUMBER(15,2) , 
DLVRQTY NUMBER(15,2), 
DLVRQTY1 NUMBER(15,2), 
DWQTY NUMBER(15,2), 
DWQTY1 NUMBER(15,2), 
CONTROLQTY NUMBER(15,2), 
CONTROLQTY1 NUMBER(15,2), 
SLSHTANGKAP NUMBER(15,2), 
SLSHCONTROL NUMBER(15,2), 
BRUTOQTYSTD NUMBER(15,2), 
QTYPACKAGEIN NUMBER(15,2), 
TRXPRICE NUMBER(16,2), 
TBTRANSPORT NUMBER(16,2), 
TBHRGSAT NUMBER(11 ,2), 
TBHRGSATPRI NUMBER(16,2), 
TBRETUR NUMBER(11 ,2) , 
CNDNPrice NUMBER(16,2), 
TBHRGSEMENTARA NUMBER(1), 
JNSRETUR CHAR(1), 
TRANSDESC VARCHAR2(128), 
DLVRTIME DATE, 
TBGRPA NUMBER(5,2), 
BERATKRJ NUMBER(5,2) , 
FGBASAH CHAR(1 ), 
TRANSRANGE VARCHAR2(10), 
NCASHMOHAMT NUMBER(16,2) , 
NCASHMOHPRICE NUMBER(16,2), 
TIMBANG TBTIMBANG_NTABTYP, 
AUDLOG Auditlog Typ, 
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member function sumTimbangQty return number, 
member function sumTimbangQtyStd return number 
create type WHTBDT _NTABTYP as TABLE of WHTBDT _ TYP 
I 
create or replace type WHTBHD_TYP as OBJECT ( 
TBID VARCHAR2(15), 
-- BPID VARCHAR2(15), 
RELID VARCHAR2(15), 
TRXID CHAR(2), 
WRHSID REF MSWAREHOUSE_ TYP, 
EXPDID VARCHAR2(5), 
WRHSORG REF MSWAREHOUSE_TYP, 
POID VARCHAR2(15), 
POSEQ NUMBER(4), 
GLMID CHAR(1 0), 
GLSID CHAR(S), 
TRXDATE DATE, 
TRXPRICE NUMBER(16,2), 
TBDOCNMBR1 VARCHAR2(15) , 
TBDOCNMBR2 VARCHAR2(15) , 
INITIATOR VARCHAR2(30), 
POSTDATE DATE, 
JOURNALNMBR VARCHAR2(15) , 
POSTDATEAP DATE, 
FARMCODE VARCHAR2(1 0), 
FARMNAME VARCHAR2(30) , 
DISCRESPCODE VARCHAR2(8), 
DISCSUBLEDGER VARCHAR2(18), 
PPNRESPCODE VARCHAR2(8), 
PPNSUBLEDGER VARCHAR2(18), 
ADTRESPCODE VARCHAR2(8), 
ADTSUBLEDGER VARCHAR2(18), 
APRESPCODE VARCHAR2(8), 
APSUBLEDGER VARCHAR2(18), 
TRXSTAT CHAR(1), 
TRANSDESC VARCHAR2(128), 
SOPIR VARCHAR2(30) , 
NO POL VARCHAR2(10) , 
KODEMSK VARCHAR2(1 0), 
NODO VARCHAR2(10) , 
WHTBDT WHTBDT_NTABTYP, 
APPROVAL Approval_ Typ, 
member function sumActPrice return number 
create type WHBPFIFO_ TYP as OBJECT ( 
TRXINDATE DATE, 
TRXQTY NUMBER(15,2), 
TRXPRICE NUMBER(16,2), 
TRXAMT NUMBER(15,2), 
NCASHMOHAMT NUMBER(16,2) , 
NCASHMOHPRICE NUMBER(16,2) 
) 
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create type WHBPFIFO_NTABTYP as TABLE ofWHBPFIFO_ TYP 
I 
create or replace type WHBPDT _ TYP AS OBJECT ( 
BPSEQ NUMBER(4), 
CURRCODE CHAR(3), 
TBID REFWHTBHD_TYP, 
TBSEQ NUMBER(4), 
GLMID CHAR(1 0) , 
GLSID CHAR(8), 
UPERFECTQTY NUMBER(15,2) , 
UPERFECTQTY1 NUMBER(15,2} , 
PRODCODE REF MSPRODUCT _ TYP, 
UOMNONSTD REF MSUOM_TYP, 
UOMSATPKG REF MSUOM_TYP, 
AMTORG NUMBER(17,2), 
EXCHRATE NUMBER(11 ,5), 
AMT NUMBER(16,2), 
TRANSOUTQTY NUMBER(15,2), 
TRANSOUTQTY1 NUMBER(15,2), 
QTYPACKAGEOUT NUMBER(15,2}, 
TRXPRICE NUMBER(16,2}, 
BPHRGSAT NUMBER(11 ,2) , 
BPHRGSATPRI NUMBER(16,2) , 
STOREDV NUMBER(16,2) , 
TRANSDESC VARCHAR2(128), 
PRID VARCHAR(15} , 
PRSEQ NUMBER(4), 
NCASHMOHAMT NUMBER(16,2), 
NCASHMOHPRICE NUMBER(16,2) , 
BPFIFO WHBPFIFO_NTABTYP, 
AUDLOG AuditLog_ Typ, 
member function sumFifoAmt return number 
create type WHBPDT_NTABTYP as TABLE ofWHBPDT_TYP 
I 
create or replace type WHBPHD_ TYP as OBJECT ( 
BPID VARCHAR2(15), 
WRHSID REF MSWAREHOUSE_TYP, 
WRHSDEST 
RELID 
TRXID 
GLMID 
GLSID 
TRXDATE 
BPDOCNMBR1 
BPDOCNMBR2 
INITIATOR 
TRXPRICE 
JOURNALNMBR 
POSTDATE 
APPOSTDATE 
REF MSWAREHOUSE_TYP, 
VARCHAR2(15} , 
CHAR(2), 
CHAR(10), 
CHAR(8) , 
DATE, 
VARCHAR2(15) , 
VARCHAR2(15), 
VARCHAR2(30), 
NUMBER(16,2) , 
VARCHAR2(15), 
DATE, 
DATE, 
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TRXSTAT 
TRANSDESC 
WHBPDT 
APPROVAL 
CHAR(1) , 
VARCHAR2(128) , 
WHBPDT_NTABTYP, 
Approval_ Typ, 
member function sumActPrice return number 
alter type WHTBHD _ TYP 
add attribute BPID refWHBPHD_ TYP cascade 
I 
create table WHTBHD of WHTBHD _ TYP ( 
primary key (TBID), 
foreign key (WRHSID) REFERENCES MSWAREHOUSE, 
foreign key (WRHSORG) REFERENCES MSWAREHOUSE, 
POID REFERENCES POHD (POID), 
GLMID REFERENCES GLM (GLMID) , 
GLSID REFERENCES GLS (GLSID), 
EXPDID REFERENCES MsExpedisi(Expdid), 
TRXID REFERENCES RnTRx(TRXID), 
RELID REFERENCES MsRelasi(Relid) , 
TRXDATE default sysdate not null , 
TRXSTAT default '0' not null , 
constraint FK_WHTBHD_ TRANS_IN_RNTRX foreign key (TRXID) 
references RNTRX (TRXID), 
constraint FK_WHTBHD_ TBRELASI_MSRELASI foreign key (RELID) 
references MSRELASI (RELID) , 
constraint FK_WHTBHD_ TBPUNYAPO_PODT foreign key (POID, POSEQ) 
references PODT (POID, POSEQ), 
constraint FK_WHTBHD_WHTBGL_GLMAP foreign key (GLMID, GLSID) 
references GLMAP (GLMID, GLSID), 
constraint FK_WHTBHD_LPAHEXPED_MSEXPEDI foreign key (EXPDID) 
references MSEXPEDISI (EXPDID) 
object id primary key 
NESTED TABLE WHTBDT STORE AS WHTBDT_NTAB 
((PRIMARY KEY(NESTED_TABLE_ID, TBSEQ)) 
ORGANIZATION INDEX COMPRESS 
NESTED TABLE TIMBANG STORE AS TBTIMBANG_NTAB) 
alter table WHTBDT_NTAB 
add scope for(UOMNONSTD) is MSUOM 
I 
alter table WHTBDT_NTAB 
add scope for(UOMSATPKG) is MSUOM 
I 
alter table WHTBDT_NTAB 
add scope for(prodCode) is MSPRODUCT 
I 
alter table TBTIMBANG_NTAB 
add scope for(UOMCODE) is MSUOM 
I 
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create index TIMBANG_UOMSEKUNDER_FK on TBTIMBANG_NTAB ( 
UOMCODEASC 
) 
create index TB_SATNONSTANDAR_FK on WHTBDT_NTAB ( 
UOMNONSTD ASC 
) 
create index WHTBDTGL_FK on WHTBDT_NTAB ( 
GLMIDASC, 
GLSIDASC 
) 
create index WHTBDT_FK on WHTBDT_NTAB ( 
CURRCODE ASC 
) 
create table WHBPHD ofWHBPHD_TYP ( 
primary key (BPI D), 
foreign key (WRHSID) REFERENCES MSWAREHOUSE, 
foreign key (WRHSDEST) REFERENCES MSWAREHOUSE, 
GLMID REFERENCES GLM (GLMID), 
GLSID REFERENCES GLS (GLSID), 
TRXDATE default sysdate, 
TRXSTAT default '0' not null, 
constraint FK_WHBPHD_TRANS_OUT_RNTRX foreign key (TRXID) 
references RNTRX (TRXID) , 
constraint FK_WHBPHD_RBSUPPLIE_MSRELASI foreign key (RELID) 
references MSRELASI (RELID), 
constraint FK_WHBPHD_WHBPGL_GLMAP foreign key (GLMID, GLSID) 
references GLMAP (GLMID, GLSID) 
object id primary key 
NESTED TABLE WHBPDT STORE AS WHBPDT_NTAB 
((PRIMARY KEY (NESTED_TABLE_ID, BPSEQ)) 
ORGANIZATION INDEX COMPRESS 
NESTED TABLE BPFIFO STORE AS WHBPFIFO_NTAB) 
alter table whtbhd 
add scope for (bpid) is WHBPHD 
alter table WHBPDT _NTAB 
add scope for(UOMNONSTD) is MSUOM 
I 
alter table WHBPDT _NTAB 
add scope for(UOMSATPKG) is MSUOM 
I 
alter table WHBPDT NTAB 
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add scope for(prodCode) is MSPRODUCT 
I 
create index TRANS_OUT_FK on WHBPHD ( 
TRXIDASC 
) 
create index BPWH_FK on WHBPHD ( 
WRHSIDASC 
) 
create index WHBPGL_FK on WHBPHD ( 
GLMIDASC, 
GLSIDASC 
) 
create index TOWH_FK on WHBPHD ( 
WRHSDEST ASC 
) 
create index RBSUPPLIER_FK on WHBPHD ( 
RELIDASC 
) 
create or replace type WHDOWNGRADEDT _ TYP as OBJECT ( 
DGSEQ NUMBER(4), 
PRODCODE REF MSPRODUCT_TYP, 
DGQTY NUMBER(15,2}, 
UOMCODE REF MSUOM_TYP, 
TRXSTAT CHAR(1}, 
AUDLOG 
) 
AuditLog_Typ 
create type WHDOWNGRADEDT_NTABTYP as TABLE ofWHDOWNGRADEDT_TYP 
I 
create or replace type WHDOWNGRADEHD_ TYP as OBJECT ( 
DGID VARCHAR2(15}, 
PRODCODE REF MSPRODUCT _ TYP, 
WRHSID REF MSWAREHOUSE_TYP, 
TRXDATE DATE, 
DGQTY NUMBER(15,2), 
WHDOWNGRADEDT WHDOWNGRADEDT _NTABTYP, 
APPROVAL 
) 
Approval_ Typ 
create table WHDOWNGRADEHD of WHDOWNGRADEHD _ TYP ( 
primary key (DGID) , 
foreign key (PRODCODE) REFERENCES MSPRODUCT, 
foreign key (WRHSID) REFERENCES MSWAREHOUSE, 
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TRXDATE 
) 
default sysdate 
object id primary key 
NESTED TABLE WHDOWNGRADEDT STORE AS WHDOWNGRADEDT_NTAB ( 
(PRIMARY KEY(NESTED_ TABLE_ID, DGSEQ)) 
ORGANIZATION INDEX COMPRESS) 
RETURN AS LOCATOR 
I 
alter table WHDOWNGRADEDT_NTAB 
add scope for(PRODCODE) is MSPRODUCT 
I 
alter table WHDOWNGRADEDT_NTAB 
add scope for(UOMCODE) is MSUOM 
I 
create index DNGRADEWH_FK on WHDOWNGRADEHD ( 
WRHSIDASC 
) 
create or replace type WHMONTHL Y _typ as OBJECT 
( 
lviMonth 
lviSaldo 
I vi Db 
lviCd 
lviSaldoPri 
lviDbPri 
lviCdPri 
CHAR(6) , 
NUMBER(15,2), 
NUMBER(15,2), 
NUMBER(15,2), 
NUMBER(16,2), 
NUMBER(16,2), 
NUMBER(16,2) 
create type WHMONTHL Y _ntabtyp as table of WHMONTHL Y _typ 
I 
create or replace type WhStock_typ as OBJECT 
( 
WrhsiD 
ProdCode 
StockQty 
StockCommit 
Stock Off 
StockLocked 
WHMONTHLY 
VARCHAR2(1 0), 
VARCHAR2(25) , 
NUMBER(15,2), 
NUMBER(15,2), 
NUMBER(15,2) , 
NUMBER(1), 
WHMONTHL Y _ntabtyp 
create table WhStock ofWHStock_typ 
( 
WrhsiD not null, 
ProdCode not null, 
StockQty default 0 not null , 
StockCommit default 0 not null , 
Stock Off default 0 not null , 
StockLocked default 0 not null , 
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primary key (WrhsiD, ProdCode) 
nested table WHMONTHL Y store as WHMONTHL Y _ntab( 
(primary key(nested_table_id , lviMonth)) 
organization index compress) 
return as locator 
create type SKOPNDT _ TYP as OBJECT( 
SKOPNSEQ NUMBER(4), 
PRODCODE REF MSPRODUCT_TYP, 
AUDLOG 
) 
AuditLog_ Typ 
create type SKOPNDT_NTABTYP as table of SKOPNDT_TYP 
I 
create type WhOpname_typ as OBJECT 
( 
SKOpniD 
lnitDate 
StartDate 
EndDate 
TrxStat 
Initiator 
SKOPNDT 
Approval 
Audlog 
VARCHAR2(15), 
DATE, 
DATE, 
DATE, 
CHAR(1) , 
VARCHAR2(30) , 
SKOPNDT_NTABTYP, 
Approval_ Typ, 
AuditLog_ Typ 
create table WHOpname ofWHOpname_typ( 
primary key (SKOpniD) 
nested table SKOPNDT store as SKOPNDT_NTAB( 
(primary key(nested_table_id, SKOPNSEQ)) 
organization index compress) 
return as locator 
alter table SKOPNDT_NTAB 
add scope for(PRODCODE) is MSPRODUCT 
I 
create type WhOpnameDt_typ as OBJECT 
( 
OpnSeq NUMBER(4), 
ProdCode ref msProduct_typ, 
SoQtyBaru NUMBER(15,2) , 
SoQtyLama NUMBER(15,2), 
SoEksekusi NUMBER(1), 
SoDisetujui NUMBER(1), 
SoHrgSatRp NUMBER(16,2) , 
KondisiBarang CHAR(1), 
Audlog AuditLog_ Typ 
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create type WHOpnameDt_ntabtyp as table ofWHOpnameDt_typ 
I 
create type WhOpnameHd_typ as OBJECT 
( 
OpniD 
WrhsiD 
SKOpn 
TrxDate 
Petugas 
FgOpname 
TrxStat 
TransDesc 
OpnameDt 
VARCHAR2(15), 
ref msWarehouse_typ, 
refwhOpname_typ, 
DATE, 
VARCHAR2(30), 
VARCHAR2(1), 
CHAR(1), 
VARCHAR2(200), 
WHOpnameDt_ntabtyp 
create table WHOpnameHD of WHOpnameHd_typ( 
primary key (OpniD), 
foreign key (WrhsiD) references msWarehouse 
object ID primary key 
nested table OpnameDt store as WHOpnameDt_ntab( 
(primary key(nested_table_id, OpnSeq)) 
organization index compress) 
return as locator 
alter table WHOpnameDt_ntab 
add scope for (ProdCode) is MsProduct 
alter table whOpnameHd 
add scope for (skOpn) is WhOpname 
I 
D.2 PENDEFINISIAN METHOD 
create or replace type body WhTbDt_ Typ as 
member function sumTimbangQty return number is 
i integer; 
total number := 0; 
begin 
fori in 1 .. self.timbang.count loop 
total :=total + timbang(i).timbangQty; 
end loop; 
return total; 
end; 
member function sumTimbangQtyStd return number is 
i integer; 
total number := 0; 
begin 
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for i in 1 .. self.timbang.count loop 
total :=total + timbang(i) .timbangQty1 ; 
end loop; 
return total ; 
end; 
END; 
I 
create or replace type body whtbhd_typ as 
member function sumActPrice return number is 
i integer; 
total number := 0; 
begin 
for i in 1 .. self.whtbdt.count loop 
total :=total + whtbdt(i) .trxPrice; 
end loop; 
return tot a I; 
end; 
END; 
I 
create or replace type body whBphd_typ as 
member function sumActPrice return number is 
i integer; 
total number := 0; 
begin 
for i in 1 .. self.wh8pdt.count loop 
total :=total + whBpdt(i) .trxPrice; 
end loop; 
return total ; 
end; 
END; 
I 
create or replace type body Whbpdt_ Typ as 
member function sumFifoAmt return number is 
i integer; 
total number := 0; 
begin 
fori in 1 .. self.bpFifo.count loop 
total :=total+ bpFifo(i).trxAmt; 
end loop; 
return total ; 
end; 
END; 
I 
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LAMPIRAN E 
Berikut adalah email dari Oracle yang menyatakan bahwa error ORA-
00600: [qctcfx : lenj, [OJ, [OJ, [J, [J, [J, U, {] masih belum ditemukan solusinya : 
From : Oracle , Ken Robinson 30-Jul-02 22 : 14 
Subject: Re : ORA- 00600 : [qctcfx : len] , [0], [0] , [] , [] , [] , 
[ l, [ l 
COMPILING PLSQL WITH NESTED TABLE 
I ' m not finding an exact match, but there is a similar problem 
with nested tables that could be related filed in bug 2412956. The 
bug is still under investigation and it would be best to file an 
iTAR to get your diagnostics information (associated trace 
file(s)) into support . Something in your scenario may help 
development track down this problem more quickly . 
Regards , 
Ken Robinson 
Oracle Server EE Analyst 
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