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1 JOHDANTO 
Työssäni tutkin, millainen prosessi on mallintaa uusia lisäosia Kerbal space 
program avoin lähdekoodin -peliin. 3D-mallinnuksessa ja teksturoinnissa käytän 
myös avoimen lähdekoodin ohjelmistoja Krita 2.8.3, ja Blender 2.71. Tutustun 
Blender-ohjelmiston mallinnustekniikkaan heidän omien sivustojen ohjeiden sekä 
opetusvideoiden avulla. Aihetta lähdin tutkimaan oman kiinnostukseni vuoksi 3D-
mallinnusta ja indie-pelejä kohtaan. Lisäksi toivon, että opinnäytetyöni avulla 
muut opiskelijat voivat tutustua pelien 3D-mallinnus prosessiin. Tavoitteenani on 
oppia low polygon -mallinnus- ja teksturointi menetelmiä ja niihin sovellettavia 
erilaisia tekniikoita. Menetelmien avulla saan hyvän tiedollisen pohjan pelien 
mallintamisen maailmaan. 
 
90-luvun alussa suosioon noussut 3D-grafiikka on yleistynyt monien alojen 
työvälineeksi. Esimerkkialoja ovat arkkitehtuuri, lääketiede, tieteen eri alat, 
media, videopeli- ja elokuvateollisuus sekä 3D-grafiikka. 3D on 2000-luvun 
alussa noussut peliteollisuuden päätyökaluksi ja näin saavuttanut suurta suosiota 
monilla aloilla. Nykyään peliteollisuuden liikevaihto on huomattavasti suurempi 
kuin musiikki-, elokuva-, kirja- ja dvd- teollisuuden. 
 
(OSS) Open source system eli suomeksi avoin lähdekoodi -ohjelma tarkoittaa 
ohjelmistoa, jonka lähdekoodiin käyttäjät pääsevät tutustumaan ja muokkaamaan 
sitä omien tarpeiden mukaan. Käyttäjä saa kopioida ja levittää sekä muokattua 
että alkuperäistä lähdekoodia. (Wikipedia 2015, 1.) Avoimen lähdekoodin pelit ja 
ohjelmistot ovat viime vuosina lähteneet räjähdysmäiseen kasvuun. Dirk Riehle 
kirjoittaa blogissaan, että yritysten on huomattu säästävän miljoonia euroja 
kehityskuluissa, aktiivisten yhteisöjen vuosi. (Riehle 2011, 1.) 
 
Pelimoottoreita on useita erilaisia useilta eri valmistajilta, ja niiden tarkoitus on 
luoda pohja pelille tai simulaattorille. Pelimoottorit yleensä sisältävät 
renderointimoottorin 2D:lle ja fysiikkamoottorin 3D:lle, törmäystunnistuksen, 
animaation ja perustekoälyn. Näillä ohjelmistoilla voidaan luoda pelejä 
puhelimille, pelikonsoleille ja henkilökohtaisille tietokoneille. Tunnetuimpia 
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pelimoottoreiden valmistajia ja pelimoottoreita ovat Valven Source Engine, Unity 
Technologiesin Unity sekä Epic Gamesin Unreal engine. 
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2 3D-MALLINTAMISEN MENETELMÄT 
2.1 Tutkimustyö 
Opinnäytetyössäni tutkin pelialalle ominaista 3D-mallinnusta ja mitä se pitää 
sisällään. Tutkin mallintamisen nykyisiä pelialan tekniikoita ja mitä niistä 
tutkimustyössäni pystyn hyödyntämään parhaan lopputuloksen saavuttamiseksi. 
Tavoitteenani on mallintaa Blender 2.71 3D-mallinnusohjelmalla 
komentomoduuli Kerbal space program -peliin. Tässä työprosessissa tutkin, 
kuinka luodaan low polygon -mallinnustekniikoita hyödyntäen yksinkertainen, 
mutta näyttävä malli. Mallin teksturoinnissa käytän apuna kuvataiteilijan 
koulutuksessani opittua tietotaitoa, sekä tutkin eri lähteistä tähän prosessiin 
liittyviä tekniikoita.  
 
Tutkimustyön aiheen valitsin oman kiinnostukseni vuoksi pelialaa kohtaan. Tieto 
hyödyttää sekä itseäni ammatillisesta näkökulmasta että toisia opiskelijoita, jotka 
ovat kiinnostuneita pelialalle ominaisesta 3D-mallintamisesta. Tietoa ja taitoa 
voin hyödyntää myös harrastuksellisessa mallintamisessa ja portfolion 
lisäyksenä. 
 
Tutkimustyöni toteuttamiseen käytän 3D-mallintamisessa Blender 2.71 -
ohjelmaa, jonka toimintoihin tutustun sen omien internetsivustojen ja 
opastusvideoiden avulla. Mallien konvertointi toimivaksi peliosiksi Kerbal space 
program -ohjelmaan tapahtuu Unity-pelimoottorin avulla. Pelimoottorin käyttöön 
tutustun pelin omien foorumisivustojen ja internetistä löytyvien opastusvideoiden 
avulla. Teksturoinnissa käytän myös uutta avoimen lähdekoodin ohjelmistoa 
Krita, jonka käyttöliittymään tai toimintoihin en tässä opinnäytetyössä tule 
keskittymään. Kirjallisten lähteiden vähäisen tarjonnan vuoksi etsin tietoni 
pääosin internetistä löytyvästä kirjallisuudesta. 
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2.2 Historia 
Muotoilija William Fetter halusi 1960-luvulla suunnitella uudelleen Boeing-
lentokoneen ohjaamon ja maksimoida sen tehokkuuden. Tuloksena oli 
tietokoneella kehitetty ihmiskehon ortografinen näkymä, jota hän kutsui nimellä 
”computer graphics” eli tietokonegrafiikka. Hän aloitti tietämättään samalla 
tapahtumaketjun, joka mullistaisi viihteen, mainostamisen ja median maailman. 
Ivan Surherland tosin laittoi pyörät pyörimään vasta 1963, kun hän julkaisi 
tohtorin väitöskirjansa Sketchpad A Man-machine Graphical Communications 
System. Hänen sovelluksensa antoi ihmiselle ensimmäistä kertaa historiassa 
mahdollisuuden tuottaa interaktiivisesti kuvaa tietokoneen näytöllä. (Shklyar 
2004, 1.) 
 
Edwin "Ed" Catmull, yksi Pixar Animation Studion perustajista sekä nykyinen 
Pixarin ja Walt Disney Animation Studion puheenjohtaja, oli jo Utahin Yliopistosta 
tietojenkäsittelytieteiden tiedekunnasta valmistuessaan uranuurtaja ja nero 
omalla alallaan. Hän teki vuonna 1972 yliopiston lopputyönä minuutin kestävän 
"A Computer Animated Hand” animaation, jonka musteella piirretty sketsi 
sisälsi 350 erilaista kolmiota ja monikulmiota. Piirros animoitiin digitaalisesti 
Catmullin itse kehittämällä tietokoneohjelmalla. Yksi Catmullin löydöistä, Texture 
mapping (Teksturointi eli pintakuviointi) antoi mahdollisuuden lisätä 
yksityiskohtia, tekstuuria ja väriä 3D-malleihin. (Blitz 2012, 1.) 
 
2.3 3D-mallinnus 
3D-mallit ovat kolmiulotteisia objekteja, jotka muodostuvat lukuisten toisiinsa 
yhdistettyjen kärkipisteiden avulla kolmiulotteisessa tilassa. Pisteitä yhdistellään 
erilaisten geometristen kuvioiden, kuten kolmioiden, viivojen ja käyrien avulla. 
3D-malleja voidaan piirtää käsin, algoritmisesti (proseduraalinen mallinnus) tai 
skannaamalla. Kaikessa yksinkertaisuudessaan 3D-mallinnuksessa on kyse vain 
kaksiulotteisista eri suunnilta tehdyistä kuvista, jotka muutetaan yhdeksi 
kolmiulotteiseksi kuvaksi, jotta niitä voidaan tarkastella mistä kulmasta vain. 
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Mallinnuksen tarkkuus ja viimeistely riippuu yleensä kohteesta, esimerkkinä 
tuotesuunnitteluprosessi, jossa usein mallinnetaan yksinkertainen ja selkeä 
hahmotelma lopputuotteesta. Toisin kuin sisustusmateriaaleja valittaessa 
halutaan kuvan tarkkuus yleensä maksimoida lisäämällä siihen varjoja ja 
valonlähteitä, jolla halutaan tuoda realistisuutta kuvaan. (Tunturimedia 2011, 1.) 
 
Muotoilijat ja suunnittelijat voivat tyypillisesti valita neljän mallinnus metodin 
välillä. Ensimmäinen ja tavallisin niistä on primitive- eli alkukantainen mallinnus, 
joka on yksinkertaisin 3D- objektien suunnitteluun käytetty mallinnus. Siinä 
käytetään geometrisiä peruskuvioita, kuten sylintereitä, kartioita, kuutioita ja 
ympyröitä. Kuviot ovat matemaattisesti hyvin määriteltyjä ja erittäin tarkkoja, mikä 
tekee niillä työskentelyn useimmiten helpoksi jopa aloittelijoille. Alkukantaista 
mallinnusta käytetäänkin usein kun kehitetään 3D- malleja teknillisiin 
käyttötarkoituksiin.  (Wicegeek 2003, 1.) 
 
Vertex eli kärkipiste on pienin komponentti monikulmio mallissa ja se on 
todellakin vain pelkkä piste kolmiulotteisessa tilassa (kuva 1). Yhdistämällä 
lukuisia kärkipisteitä yhteen voidaan luoda monikulmio. Pisteitä voidaan 
yhdistellä murtoviivoilla niin, että saadaan haluttu kuvio. (Digital-Tutors Team 
2014, 1.) 
 
Kun 3D-monikulmiossa yhdistetään kolme tai useampi kärkipiste yhteen niiden 
välille syntyy 3D-mallin mesh eli verkko, jotka voidaan täyttää (kuva 1). Väliin 
jääviin pintoihin tehdään sitten korostuksia ja varjostuksia jotta syntyy illuusio 
kolmiulotteisuudesta. Murtoviiva määrittelee kahden kärkipisteen välisen suoran 
ja verkon rajoja voidaan käyttää mallien muuttamiseksi ja muokkaamiseksi 
toisenlaisiksi. Pisteet, murtoviiva ja pinnat kaikki yhdessä muodostavat ne 
monikulmion osat jotka auttavat määrittelemään kuvion muodon. (Digital-Tutors 
Team 2014, 1.) 
 
Pinnoista yksinkertaisin on face eli kolmio, joka muodostuu kolmesta 
murtoviivalla rajatusta pinnasta, muodostaen näin kolmion (kuva 1). 
Mallinnuksessa halutaan usein välttää kolmiopintojen käyttöä, koska 
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monimutkaiset verkot ovat ongelmallisia uudelleen muokatessa. (Digital-Tutors 
Team 2014, 1.) 
 
Monikulmio- eli polygon-mallinnus menetelmä pitää sisällään kärkipisteistä 
koostuvien osioiden yhdistämisen kolmiulotteisessa tilassa. Monikulmaiset kuviot 
ovat hyvin joustavia ja niitä voidaan nopeasti esittää tietokoneella, mutta tarkkaa 
kaarevaa pintaa tällä tekniikalla ei pysty tekemään mikä osaltaan rajoittaa tämän 
mallinnuksen käyttöä. (Wicegeek 2003, 1.) 
 
Monikulmiomallinnuksessa käytetyt nelikulmiot eli ploygonit koostuvat neljästä 
pisteestä, jotka murtoviivoilla yhdistettynä muodostavat nelikulmaisen pinnan 
(kuva 1). 3D-mallien suunnittelussa juuri nelikulmiot ovat suosituin monikulmio 
tyyppi, koska niiden ansiosta verkolla on selvä topologia ja mallit muotoutuvat 
täydellisesti animaatiota tehdessä. (Digital-Tutors Team 2014, 1.) 
 
 
Kuva 1. 3D-mallin neljä osaa 
 
Non-Uniform Rational B-Spline -mallinnus, joka on paremmin tunnettu NURBS- 
mallinnus metodina. Edistyneimmille käyttäjille tämä on yksi parhaimmista 
tekniikoista mallintaa täydellisiä kaarevia ja pehmeitä pintoja. 
Monikulmiotekniikassa käyttäjä pystyy vain likimääräiseen kaarevan pinnan 
mallintamiseen, mutta NURBS- tekniikassa kolmiulotteiset pinnat yhdistetään 
luomalla spline-käyriä. Kärkipisteet ja Bézier-kahvat määrittelevät Spline-käyrien 
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muodot. NURBS on laajalti käytetty mallinnus suunnitteluohjelmistoissa (kuva 2). 
(Wicegeek 2003, 1.) 
 
Kuva 2. NURBS- mallinnus (Sinungwahyono 2012,1) 
 
Digitaalinen muovaaminen eli digital sculpting tekniikka on uusin ja tehokkain 
tapa saada orgaanisia malleja. Tekniikka mahdollistaa verkon työstämisen 
samoilla periaatteilla kuin perinteiset muovaus tekniikat. Digitaalisessa 
muovauksessa kuvion pintoja voidaan vuorovaikutteisesti joko työntää ja vetää. 
Yksityiskohtia kuten ryppyjä ja naarmuja voidaan lisätä ilman että käyttäjä on 
valinnut pisteitä tai rajoja. Mallintaja luo usein kuitenkin matala resoluutio mesh- 
verkkoja josta ne sitten tuodaan digitaaliseen muokkaukseen Zbrush- tai 
Mudboy-sovelluksiin hienodetaljien lisäämistä varten. (Digital-Tutors Team 2014, 
1.) 
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3 3D-MALLINNUS PELEIHIN 
Lähes kaikki suuret nykyisin julkaistut pelit on tehty 3D-ohjelmilla tai niiden 
tekemiseen on käytetty paljon 3D apuja. Mallinnus peleissä on hyvin 
samankaltaista kuin mallinnuksen muissa medioissa. Pelejä mallintaessa 
tärkeimmät asiat jotka tulee ottaa huomioon, ovat monikulmioiden määrä sekä 
niiden pitäminen neliöinä tai kolmioina. (Silverman 2013, 1.) 
 
Lopullinen monikulmiolaskelma tulee siitä kuinka monta kolmionmuotoista 
monikulmiota mallissa on. Mitä korkeampi monikulmioiden määrä mallissa on, 
sitä kauemmin järjestelmällä kestää sen tekemisessä sekä renderoinnissa. Hyvä 
tapa pitää monikulmioiden määrä alhaisena on poistaa näkymättömät pinnat 
mallista. On myös tilanteita, joissa pelaajan on mahdotonta nähdä tiettyjä osia tai 
sivuja mallista. Tämä johtuu siitä, miten sitä käytetään pelissä. Koska pelaaja ei 
koskaan näe näitä osia, olisi turhaa käyttää pintoja niissä. (Silverman 2013, 1.)  
 
Erinomainen konkreettinen esimerkki tästä ovat aseet FPS:issa. (FPS on first 
person shooter = ensimmäisen persoonan ammuntapeli). Useimmissa FPS 
peleissä pelimoottori käyttää korkeampaa yksityiskohtaa pelaajan aseessa, 
koska malli on pelaajan edessä pitemmän ajan, ja näin ollen joutuu käyttämään 
laadukkainta kuvaa. Jotta tämä toimisi mahdollisimman tehokkaasti, mallintajat 
usein poistavat osia aseesta, jotka ovat liian epäselviä tai alhaalla ruudussa ja 
poissa pelaajan näkökentästä. Tämä mahdollistaa lisättävien yksityiskohtien 
määrää näkyvälle alueelle (kuva 3). (Silverman 2013, 1.) 
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Kuva 3. FPS monikulmioiden vähennys (Silverman 2013, 1) 
 
Kun malli tuodaan pelimoottoriin tai viedään takaisin 3D-ohjelmaan, kaikki 
monikulmiot jaetaan kolmioksi. Tämä helpottaa laskutoimituksia renderoinnissa. 
Järjestelmä tekee tämän luomalla uusia reunoja yhdistämällä olemassa olevat 
kärkipisteet siten, että jokaisella pinnalla niitä on vain kolme. Monikulmioiden 
muuttaminen kolmioksi on yksinkertainen prosessi, mutta on otettava huomioon 
että nelikulmaisen monikulmion voi jakaa vain kahteen kolmioon. Monikulmiot 
joissa on enemmän kulmia kuin neljä, voi päätyä monimutkaisemmaksi kuin sen 
tarvitsisi olla. Mallien kolmioituessa onnistuneesti ei mallintajan tarvitse tehdä 
korjauksia jolloin hänelle jää enemmän aikaa keskittyä mallien lopputulokseen. 
(Silverman 2013, 1.) 
 
LOD on peli mallinnustekniikka, jossa samasta mallista tehdyt useat eri 
tarkkuusasteen mallit, jotka helpottavat laitteiden kuormitusta renderoinnin 
aikana. Mitä kauempana malli on kamerasta, sitä alhaisempi on monikulmioiden 
määrä ja näin ollen järjestelmällä kestää vähemmän aikaa sen renderoinissa 
(kuva 4). (Silverman 2013, 1.) 
 
Kuva 4. LOD-mallit (F 2013, 1) 
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Yksi suurimmista haasteista nykyisten ja seuraavien sukupolvien pelien 
kehityksessä on valtava tekstuurien määrä, joita tarvitaan luomaan 
mukaansatempaava pelimaailma. Taiteilijan työnä on tuoda mahdollisimman 
paljon syvyyttä ja elämää malleihin. Vaikka kehittelisi toimivan ja pelattavissa 
olevan pelin, puuttuu pelimaailmasta edelleen värit, syvyydet ja fyysinen rakenne. 
(Schultz 2015, 1.) 
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4 RENDEROINTI 
Renderointi on prosessi, jossa luodaan kuva tietokoneelle tallennetusta 
kolmiulotteisesta mallista tai datasta. Tämä on luova prosessi, joka voidaan 
rinnastaa valokuvaukseen tai elo-kuvan tekoon, koska siinä lisätään valaistusta, 
taustaa ja objekteja sekä tuotetaan kuvaa. Perinteisestä valokuvauksesta 
poiketen kuitenkin kaikki lisättävät ja käytettävät ominaisuudet, niin valokuvatut 
kuin mielikuvitteellisetkin puitteet, on lisättävä tietokoneelle ennen kuin 
renderoinnit voidaan toteuttaa. Tästä aiheutuu paljon esityötä, mutta se antaa 
myös melkein rajattomat mahdollisuudet ja kontrollin renderoijalle. 
 
Kolmiulotteinen esitys voi olla täydellinen näyttämö erilaisista kolmiulotteisista 
geometrisistä malleista, rakennuksista, maisemista ja animoiduista hahmoista. 
Tekijän pitää luoda nämä puitteet mallintamalla ja animoimalla ennen kuin 
renderointi voidaan tehdä. 3D-renderointi esittää kolmiulotteisen ”näyttämön” 
kuvana, joka on otettu tietystä paikasta, kulmasta ja tietynlaisella kameralla. 
Renderoinnilla voidaan simuloida, joko todellisuutta vastaava valaistus, 
varjostus, ilmapiiri, väritys, tekstuuri tai optiset tehosteet kuten valon taittuvuus ja 
liikesumennus. Voidaan myös tehdä niin ettei se vastaa todellisuutta lainkaan. 
 
Huomattavaa on kuitenkin, että vaikka kuvia kutsutaan 3D:ksi, eivät ne 
kuitenkaan ole verrattavissa 3D-elokuviin joita katsotaan erikoisten lasien avulla. 
Näitä kutsutaan yksinkertaisesti 3D-kuviksi tekniikkansa puolesta, mutta toki niitä 
voitaisiin käyttää 3D-elokuvissa. Lopullinen renderoitu kuva on kaksiulotteinen 
kuva, joita voidaan käyttää tulostetuissa kuvissa, internetissä, 
vuorovaikutteisessa mediassa, TV:ssä ja elokuvissa. 
 
Renderointi on joskus aikaa vievää tehokkaillakin tietokoneilla. Ohjelmisto laskee 
jokaisen kuvan pikselin ja vain yhden pikselin värin. Tähän tarvitaan todella paljon 
dataa jotta voidaan määritellä valon säteen väri ja miten ne heijastuvat 3D-tilassa. 
Sellaisten animaatioelokuvien kuin Shrek, Monsterit Oy. ja Ice Age renderointiin 
voi helposti tuhlaantua satojen tietokoneiden, kuukausien tai jopa vuosien 
katkeamaton työ. (Birn 2002, 1.) 
16 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
5 TEKSTUROINTI 
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5.1 Teksturointi 
Elokuvien ja videopelien 3D-työprosessit ovat samankaltaisia. Molemmat 
käyttävät mallinnusta, teksturointia ja animaatiota. 
 
Paras tapa säilyttää korkea laatu ja pysyä monikulmiobudjetissa onnistuu 
ainoastaan taiteilijan tekstuurien avulla. Pelien teksturointi vaatii taiteilijalta 
yleensä paljon yksityiskohtaisempaa työtä, koska matala resoluutiogeometria 
täytyy piilottaa tekstuurien avulla. Tämä auttaa muodostamaan illuusion siitä, että 
malli on huomattavasti yksityiskohtaisempi kuin se todellisuudessa on. 
Teksturointi peleihin vaatii usein jonkin verran teknistä taitoa taiteilijalta. (Masters 
2014, 1.) 
 
Specular map, eli heijastuskartta kertoo ohjelmistolle, mikä osa mallista on toisia 
heijastavampi. Taiteilija voi löytää heijastavan valon esimerkiksi kahvimukin 
kahvasta tai esimerkiksi valkoisen heijastuksen jonkun silmästä. Heijastuskartta 
on tyypillisesti harmaasävyinen kuva, ja on tärkeä pinnoille, jotka eivät ole täysin 
kiiltäviä. Esimerkiksi panssaroitu ajoneuvo vaatii heijastuskartan naarmujen, 
kolhujen, ja epätäydellisyyksien vuoksi. Eri materiaaleista tehty pelihahmo 
tarvitsee heijastuskartan, joka välittää eri kiiltotasoja hahmon ihon, metallisen 
vyön tai vaatemateriaalien välillä. (Slick 2015, 1.) 
 
Kuhmukartta eli bump- ja normal map tuo enemmän realistisuutta mallin 
kuhmuisuuteen. Tiiliseinä voidaan kuvata tasaisella monikulmio tasolla, mutta ei 
välttämättä näyttäisi visuaalisesti kovin uskottavalta lopullisessa renderoinissa. 
Tämä johtuu siitä, että litteä taso ei reagoi valoon samalla tavalla kuin 
epätasainen seinä jossa on halkeamia ja muotoja. Jotta voisi lisätä malliin 
realismia, kuhmu- tai normaalikartta tulisi lisätä tarkentamaan korkeuserojen 
illuusiota tila-avaruudessa. Tietenkin olisi mahdollista saavuttaa sama vaikutus 
mallintamalla jokainen tiili erikseen, mutta normaalikartoitettu taso on paljon 
laskennallisesti tehokkaampaa. Ilman normaalikarttoja vastaavaa visuaalisuutta 
peleihin olisi mahdotonta saada. Bump-, displacement-, ja normaalikartat ovat 
ehdottomia fotorealismin saavuttamiseksi. (Slick 2015, 1.) 
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Normal map tekstuuri koostuu sinisestä, pinkistä ja vihreästä väristä jonka 
tarkoitus on antaa illuusio suuremmasta määrästä yksityiskohtia mallissa. Normal 
kartta toimii käyttämällä RBG väriarvoja joiden avulla se märittää valon suunnan 
tekstuurin pinnalla tila-avaruudessa. Jokainen väri antaa illuusio monikulmion 
suunnasta ZXY akseleilla joka taas antaa illuusion korkeudesta valon säteiden 
osuessa tekstuuriin. Tämä toimii kuten Bump map, mutta on huomattavasti 
tehokkaampi tapa. Korkea monikulmio malli jossa on kaikki pienimmätkin 
yksityiskohdat, voidaan muuttaa normal karttaksi, jota käytetään tekstuurina 
matala monikulmio mallissa. Tätä tekniikkaa käytetään useasti kun tehdään 
korkea monikulmio malli, josta tahdotaan säilyttää mahdollisimman paljon 
yksityiskohtia. (Silverman 2013, 1.) 
 
Bittigrafiikka ja kuvankäsittely ovat alkuperäiset tekniikoita, joilla voidaan luoda 
peliin tekstuureja. Tämä on yksinkertainen prosessi, jossa tuotetaan bittigrafiikka 
kuva tyhjästä tai muutetaan valokuvia sopivaan muotoon pelissä käytettäväksi. 
Kumpikaan tekniikoista ei ole yksinkertainen käytännössä, mutta voivat olla erittäin 
nopeita, tai kohtalaisesti aikaa vieviä. Riippuen millaisia tuloksia haluaa, ja kuinka 
paljon työtä on valmis tekemään sen eteen. (Schultz 2015, 1.) 
 
Proseduraalinen teksturointi menetelmä perustuu algoritmeihin, jolla luodaan 
saumattomia materiaaleja 3D objekteille. Saumattomat materiaalit antavat 
mahdollisuuden käyttää yhtä korkealaatuista tekstuuria toistuvana ilman selviä 
saumoja. Tämä on mahdollisesti tehokkain tapa luoda hyviä tekstuureja 
esimerkiksi pelissä oleville seinille, mutta algoritmien avulla prosessoiduista 
tekstuureista huomaa kuitenkin tietokoneen jättämät jäljet. (Schultz 2015, 1.) 
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5.2 Mallin purkaminen ja UV-layoutin eli UV-ulkoasun luominen 
UV-ulkoasu on kaksiulotteinen visuaalinen kartta 3D-objektista, joka on levitetty 
kaksiulotteiselle tasolle, jossa koordinaatit ovat U ja V akselilla. Jokainen piste 
kaksiulotteisessa tasossa UV-koordinaateilla edustaa 3D-objektin pistettä. UV-
ulkoasu voidaan tehdä kokonaan käsin tai käyttää ohjelmissa jo valmiiksi olevia 
projektio asetuksia kuten litteä-, lieriö-, kuutio- ja pallo projektiota. Voidakseen 
heijastaa tekstuurin mallin pintaan, on se ensin purettava toimivaksi UV 
ulkoasuksi taiteilijoille työskenneltäväksi. Tämän jälkeen voi ulkoasuun lisätä 
väriä tai kuvia jotka heijastuvat 3D-mallin pinnalla (Slick 2015, 1.) 
 
UV-kartta tallentuu malliin ja näin siirtäminen ohjelmien välillä ei aiheuta 
tekstuurissa vääristymiä tai muita ongelmia. Maalattu UV-kartta voidaan tallentaa 
omana tiedostona ja tuoda eri ohjelmiin erillisenä tiedostona. 
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6 BLENDER JA 3D-MALLIN LUONTI 
 
3D-mallinnus prosessissani käytin avoinlähdekoodiohjelmistona Blender-
versiota 2.71. Blender on yksi suosituimmista avoimen lähdekoodin 
ohjelmistoista, joka soveltuu hyvin sekä harraste-, että ammattikäyttöön, kuten 
esimerkiksi pelien ja animaatioiden luomiseen. Yleishyödyllinen yhteisö säätiö 
Blender-säätiö ylläpitää avoinlähdekoodi Blender-ohjelmistoa. Kehittämisestä 
vastuussa ovat itse säätiö sekä sadat yhteisön vapaehtoiset kehittäjät. 
 
Tutkimuksen aiheeksi olen valinnut mallintaa Kerbal space program -peliin 
komentomoduulin. Prosessissa tutkin, kuinka pystyn hyödyntämään taiteellista 
taustaani luomalla mahdollisimman näyttävän 3D-mallin peliin. Mallinnus 
prosessissa käytin apunani koulussa opittua 3D studio max -kurssin osaamista 
sekä omaa mallinnus tietotaitoani. 
 
Aloitin työni asentamalla Blender 2.71 -version omalle kotityöpisteelleni. 
Ohjelmiston latasin ilmaiseksi Blenderin omilta kotisivuilta. Mallinnusohjelmana 
Blender oli itselleni täysin uusi käyttöjärjestelmä, joka alkuun vaikutti todella 
monimutkaiselta verrattaessa 3D studio maxin käyttöjärjestelmään. Blenderin 
perusprosessin ja käyttöjärjestelmän tutustumiseen käytin apuna internetistä 
löytyviä opastusvideoita. Eräs opetusvideoista oli Andrew Pricein tuottama 
kaksiosainen YouTube- video "Create an Underground Subway Scene in 
Blender". Kuva opastusvideon tuloksesta on liitteessä 1. 
 
Ensimmäisenä tehtävänä oli tutkia internetsivustoilta kuvia ja materiaalia 
monenlaisista komento- ja huoltomoduuleista. Mallintamiseen lähdin ilman 
pohjapiirroksia tai aikaisempaa suunnittelua, sillä taiteellisen koulutukseni 
pohjalta pystyn hahmottamaan kolmiulotteisen ympäristön sekä suunnittelu 
alustana että työalustana. Peliympäristöön 3D-mallintamisessa on tärkeää tietää 
pelistä se, kuinka paljon yksi osa saa keskimäärin sisältää polygoneja, ja mitä 
kokoa ja tiedosto tyyppiä pelin tekstuureissa käytetään. On myös huomioitava 
onko pelissä käytössä LOD-ominaisuus. Nämä tiedot löytyvät yleisimmin pelien 
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omilta internetsivustoilta ja Kerbal space programin tapauksessa tätä 
ominaisuutta ei ole, joten suositeltu monikulmioiden määrä on kolmen- ja 
neljäntuhannen välissä. Ennen työn aloittamista piti valita menetelmä, joka 
parhaiten soveltui mallinnettavaan muotoon, joka tässä tilanteessa oli 
primitiivimallinnus osien symmetristen piirteiden vuoksi. Aivan ensimmäisenä 
valitsin scene-välilehden, johon asetin mittayksiköksi metrin joka vastaa yhtä 
blender-arvoa, jotta osa toistuu oikean kokoisena pelissä. Komentomoduuliin 
tarvitaan kärkeen telakointiportti, jotta telakointi toisiin aluksiin ja avaruusasemiin 
onnistuu. Pohjaan tarvitaan lämpösuojakilpi, joka suojaa ilmakehän syöksyn 
aikana komentomoduulia liialliselta kuumuudelta.  
 
Komentomoduulin mallintamisen aloitin 65-segmenttisellä sylinteriprimitiivillä, 
jotta ulkoinen sivu muodostaisi mahdollisimman pyöreän ulkoseinän. Moduuli on 
muodoltaan kartion muotoinen ja suurin osa tekstuurista ja yksityiskohdista tuli 
keskittymään kartion sivuille. Muokkaamisen aloitin supistamalla sylinterin 
ylimmän kannen, jotta saisin noin 75-asteisen kulman kartion seinään. Lisäsin 
kartioon pitkälle sivulle segmenttejä Edge Loop-työkalulla, johon komento 
moduulin ikkunat sijoitettiin. Komentomoduuli on symmetrinen kartio, joten 
ikkunat sijoitetaan molemmille puolille symmetrisesti. Halkaisin kartion keskeltä, 
jotta pystyin helposti peilaamaan toisen puolen Mirror modifierilla, kun olen 
valmis. (kuva 5.) 
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Kuva 5. Komentomoduulin mallinnus 
 
Komentomoduulin sivuikkunat tein valitsemalla haluamani alueen polygoneista ja 
käyttämälläni extrude-työkalulla, jolla voidaan työntää polygoneja sisään tai vetää 
ulos, samalla lisäten sivuille polygonit. Tämän jälkeen valitsin reunan jokaisesta 
ikkunan nurkasta ja Chamfer-työkalulla, lisäsin kulmiin uudet monikulmiot 
pehmentämään teräviä kulmia. Etuikkunoiden kohdalla prosessi ei ollut yhtä 
suoraviivainen, koska niiden täytyi olla hieman kartion ulkoseinän kulmaa 
jyrkemmät, jotta niistä pystyisi näkemään eteenpäin. Extruudamisen jälkeen 
käänsin valitun polygoni alueen kulmaa vielä hieman jyrkemmäksi, jotta 
ikkunoiden suunta olisi kohti kartion kapeampaa kärkeä (kuva 6). 
 
 
Kuva 6. Komentomoduulin mallinnus 
 
Saadakseni hieman persoonallista muotoilua ikkunoihin valitsin syvennyksen 
alareunasta pisteitä (kuva 6, osa 3), joita siirsin hieman alaspäin. Osa 
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polygoneista ikkunakehyksen sisällä ovat näin pidempiä toisiin verrattuna (kuva 
6, osa 4). Valitsin kaikki ikkunakehyksen sisällä olevat polygonit ja käyttämällä 
Insert Face-toimintoa sain halutun muotoiset ikkunat (kuva 6, osa 4). On tärkeää 
tarkkailla ja arvioida jatkuvasti monikulmioiden määrää, jotta sallittuja rajoja ei 
ylitetä. On myös tärkeä merkitä mallista terävät kulmat Mean creace -työkalulla, 
jotka halutaan säilyttää terävinä, jotta valaistus toimisi oikein. Tämä näkyy 
mallissa paksumpina lilan värisinä viivoina. Komentomoduulin mallinnus päättyi 
672 polygoniin, joka oli reilusti alle sallitun määrän. (Kuva 6.) 
 
Komentomoduuliin telakointiportti oli muodoltaan myös kartion muotoinen, joten 
prosessi oli lähes samankaltainen itse komentomoduuliin nähden. 
Telakointiporttiin halusin hieman enemmän yksityiskohtia, kuten RCS-moottorin 
suulakkeet, joita käytetään tyhjiössä ohjaamaan kapselin asentoa. Tämän 
toiminnon toteutin leikkaamalla kartion sivuille pyöreitä reikiä. Loin ympyrä 
Spline-objektin, jonka sijoitin oikealle kohdalle. Luomalla kopion ympyrästä ja 
pyörittämällä sitä kartion keskipisteen mukaan 180 astetta varmistin, että 
leikkauksesta tulee symmetrinen. Kopioimalla molemmat ympyrät sekä 
pyörittämällä niitä 90 astetta Z-akselilla, sain 4 ympyrää ja toistamalla kopioinnin 
kunnes sain 8 ympyrää. (Kuva 7.) 
 
 
Kuva 7. Telakointiportin mallinnus 
 
Valitsemalla kaikki ympyrät ja menemällä Edit model valikkoon pystyin Knife 
project-työkalulla leikkaamaan ympyrät projisoituna kartioon. Leikkauksen 
jälkeen extrude-työkalulla työnsin ympyrät kartion sisään. Tasoitin suulakkeiden 
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pohjan käyttämällä skaalaus työkalua valitsemalla Z-akselin, johon asetin arvoksi 
0, jolloin kaikki pisteet hakeutuvat suoraan Z-akselille. Tämä varmistaa että 
suulakkeiden pohja on tasainen joka puolella mallia (kuva 7). Telakointiportin 
muodon saavuttamiseksi päätyökaluina toimivat Extrude ja Insert face. Kun 
suunniteltu muoto oli valmis, sisälsi se vasta 2000 polygonia, joten päätin lisätä 
yksityiskohtia enemmän. Lisäsin telakointiportin sisälle kolme kuvitteellista 
lukitusmekanismia Extrude-työkalulla ja yhdistin niiden päät toisiinsa Bridge-
työkalulla. Bridge-työkalu yhdistää kaksi polygonia lisäämällä niiden väliin 
eräänlaisen sillan polygoneja. (Kuva 8.) 
 
  
Kuva 8. Telakointiportin mallinnus 
 
Kuvan 9 telakointiportti tuli sisältämään laskuvarjon ja kannen. Laskuvarjon 
laukaisujärjestelmän mallinsin internetsivustoilta löytyneiden kuvien 
avustuksella. Saadakseni laskuvarjokannen sopimaan täydellisesti ilman 
saumoja valitsin Loop-työkalulla pisteet, joihin kansi koskettaa. Kopioin valinnan, 
jolloin pystyin extrude-komennolla nostaman kannen muodon, joka sulkisi koko 
rakennelman kartion muotoiseksi (kuva 9). Lopuksi jatkoin muotojen lisäämistä 
kunnes polygonien määrä oli lähes 3500. 
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Kuva 9. Telakointiportin mallinnus 
 
Telakointiportin valmistuttua siirryin mallintamaan lämpösuojakilpeä, jonka 
mallintaminen osoittautui hyvin yksinkertaiseksi. Aloitin primitiivi mallinnuksen 
pallon avulla, jonka litistiin Z-akselilla haluttuun korkeuteen. Siirryin tämän jälkeen 
Edit moodiin ja valitsin pallon ylimmän puoliskon kaikki pinnat ja poistin ne, jolloin 
tuloksena oli puolikas litteä pallo, josta sitten itse lämpösuojakilpi koostui (kuva 
10).  
 
Ring/loop-komennolla valitsin leikatun puoliskon reunan. Extrude- ja skaalaus-
työkalulla sain aikaan pienen korotetun reunan, jotta lämpösuojakilpi ei olisi liian 
yksinkertainen. Tämän jälkeen suljin muodon Extrude-työkalulla ja käyttämällä 
Merge at center komentoa, joka yhdistää valitut pisteet yhdeksi ainoaksi pisteeksi  
(kuva 10). Lopuksi mallinsin mallien mukana tuotavan Collider-objektin, joka 
peittää koko mallin sisälleen. 
 
Kuva 10. Lämpösuojakilven mallinnus 
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6.1 Teksturointi 
 
Teksturoinnin suoritin UV-kartoitustekniikalla, joka sopii hyvin Unity-
pelimoottorille auttaen samalla saavuttamaan tutkimustyölle asettamani 
tavoitteet. UV-kartoitus tekniikalla pääsee myös parhaiten käsittelemään 
tekstuurin yksityiskohtia, jolloin lopputulos on erinomainen. Blender-ohjelmassa 
jaoin UV-saarekkeet merkkaamalla mallista reunat Mark seam-työkalulla joihin 
leikkaukset syntyvät. Tässä vaiheessa työtä otin huomioon, että tekisin mallista 
ainoastaan toisen puolen ja peilaisin sen lopuksi Mirror modifier-työkalulla. Näin 
alueita ei tarvitse merkata kuin toiselle puoliskolle ennen Mirror modifierin 
käyttämistä, jolloin molemmat puolet jaetaan samalle kohdalle UV-kartalla. 
Merkattuani kaikki saumat aloitin unwrapping prosessin, joka luo 
tekstuurisaarekkeet mallin mukaan oikeassa mittasuhteessa toisiinsa. Tämä ei 
aina kuitenkaan ole ideaalisin järjestelmä, joten jouduin itse järjestelemään ja 
asettelemaan saarekkeet. Tarkempien yksityiskohtien saavuttamiseksi on 
suurennettava ensin vastaava UV-saareke. Oma asetelmani alueista (kuva 11), 
joita pidin tärkeimpänä yksityiskohtana. 
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Kuva 11. UV-kartoitus 
 
Kun UV unwrap ja tekstuuri saarekkeiden järjesteleminen olivat valmiina, täytyi 
asetelma tallentaa kiintolevylle valitsemalla kaikki saarekkeet painamalla A 
näppäintä ja valita UV-valikosta Export UV layout. Tämän jälkeen siirsin kuvan 
piirustusohjelma Kritaan. Suunnittelin tekstuureita lukuisten internetsivustoilta 
löytyneiden preferenssi kuvien antamien inspiraatioiden avulla (kuva 12). Myös 
Kerbal space program -pelin omat osat ohjasivat tekstuurien suunnittelussa.  
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Kuva 12. UV Muokkaus Krita ohjelmassa 
 
Tekstuureissa käytin paljon aikaisemmin suunnittelemiani vektoreita ja kuvioita. 
Tasojen avulla kerrostin kaikki eri osat tekstuureista, jotta niitä pystyi 
muokkaamaan tarvittaessa. Tämä tekniikka on myös suositeltavaa, jos 
muutoksia tarvitaan tekstuureihin tehdä jatkossa. Tekstuurien valmistus on 
peleihin mallintamisessa mallien yksi tärkeimmistä prosesseista ja vie näin 
useasti suuremman ajan kuin itse mallintaminen. On myös tärkeää osata tuoda 
tekstuurissa luonnollisuutta esille, jotta malli ei näytä vain tietokoneella piirretyltä 
esineeltä. On luotava pieniä yksityiskohtia, joita ei välttämättä ensi silmäyksellä 
huomaa, mutta jotka luovat lisää luonnetta mallille. Yksi suosimistani tekniikoista 
oli lisätä jo itse tekstuuriin varjoja, jotka vahvistavat valojen ja varjojen kontrastia. 
On tärkeää tietää, kuinka imitoidaan kyseisen materiaalin pintaa ja kuinka 
luodaan sille materiaalille luontainen esimerkiksi kulumisefekti. Tässä 
tapauksessa jäljittelemäni materiaali oli metalli, joten naarmut ja maalin kulumiset 
ovat ideaaliset yksityiskohdat. Kulumisen illuusioita sain aikaan pensseli 
työkaluilla Krita ohjelmalla sekä muokkaamalla joidenkin tasojen valaistuksia ja 
värikompositioita sekä terävyyttä. Samantyyppistä prosessia käytin 
telakointiportin ja lämpösuojakilvessäkin teksturoinnissa (kuvat 13, 14 ja 15). 
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Kuva 13. Komentomoduulin tekstuuri 
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Kuva 14. Telakointiportin tekstuuri 
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Kuva 15. Lämpösuojakilven tekstuuri 
 
Saatuani valmiiksi telakointiportin, lämpösuojakilven ja komentomoduulin 
tekstuurit, tallensin kuvat (.png)-muodossa jossa kaikki tasot yhdistetään 
automaattisesti. Tallensin kuvat myös alkuperäisessä Krita image file (.kra) -
muodossa mikäli myöhemmin tekstuureihin tarvitsisi tehdä muutoksia. Siirryin 
Blender-ohjelmaan sovittamaan ja tarkistamaan tekstuurien yhteensopivuutta 
malleihin. Huomasin osassa tekstuureista pieniä virheitä kuten peilattujen 
puoliskojen kohdalleen asettumisessa ja saumakohdissa. Korjasin ongelmat 
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Blenderissä siirtämällä ja muuttamalla UV-saarekkeiden pisteitä ja kokoa, jotta 
tekstuurit osuisivat saumattomasti yhteen. 
 
 
6.2 Normal map 
Komento moduulista poistin kaikki keltaiset poikkiviivat, sillä niiden tarkoitus oli 
esittää tasaista tarran omaista litteää tekstuuria. Näihin osiin tekstuuria en 
halunnut kohotusta tai syvennystä. Lisäsin myös Noise-filtterin antamaan kuvalle 
rakeisen lopputuloksen, jolla sain pintaan hieman epätasaisuutta. Tangent- 
Space normal -kattojen tekemiseen käytin Nividia tools Normalmapfilter 
v8.55.0109.1800 Photoshopin plugina, jolla valokuvan tai bittigrafiikan pystyy 
muuntamaan. Tässä tilanteessa oli hyvä tietää, että alkuperäinen tiedosto on 
säilytetty, sillä kuvassa oli elementtejä, joita en halunnut syventämällä tai 
kohottamalla tuoda esille. Export-toiminnolla tallensin kuvat Photoshopin omaan 
tiedostomuotoon (.psd), jotta tiedostojen siirtäminen Krita-ohjelmaan säilyttäisi 
kaiken tiedon tasoissa. Normalmapfiltter ikkunassa on useita 
muokkausvaihtoehtoja, joista minun ei tarvinnut muuttaa mitään sillä 
perusasetukset olivat suunnilleen kunnossa. Asetuksista oli ainoastaan 
käännettävä korkeussuuntaa Y-akselilla päinvastaiseksi saadakseni haluamani 
tuloksen, jossa tekstuurin tummaksi väritetyt laskivat ja vaaleat kohosivat (kuva 
16). 
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Kuva 16. Komentomoduulin Normal map 
Telakointiportin Normal map-tekstuurin toimi päinvastaiset asetukset kuin 
komentomoduulin, sillä tummien osien oli tarkoitus kohota kaakelimaiseksi 
laattakuvioksi. 
 
Lämpösuojakilven tekstuurista piti poistaa laattojen numerointi, sillä niille en 
halunnut korkeuskartoitusta. Ylänurkassa olevan pyöreän kuvion, joka on 
lämpösuoja kilven sisäpuoli, jouduin vaihtamaan päinvastaisiin väreihin oikean 
efektin saavuttamiseksi (kuva 17). 
 
 
Kuva 17. Lämpösuojakilven Normal map 
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Kuva 18. Komentomoduuli renderoituna tekstuurien kanssa 
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7 MALLIEN VIENTI UNITY-OHJELMAAN 
 
Unity-ohjelmiston tutustumiseen käytin pelin omaa foorumi sivustoa ja katsoin 
internetsivustoilta löytämiäni opastusvideoita. Unity on laaja ohjelmisto, jolla 
voidaan luoda sekä 2D- että 3D-pelejä, mutta tässä tutkimustyössä keskityn vain 
Kerbal space program -pelille tarkoitettuihin ominaisuuksiin. 
 
Mallin siirtäminen Unity game engineen onnistui tallentamalla mallit Autodesk 
(.fbx) -muodossa, joka tukee myös animaatioita jos malli sisältää sellaisen. 
Blender 2.71 sisältää Autodesk fbx eksportointi -työkalun, jolla voidaan tuoda 
joko kokonainen tiedosto tai vain osan tiedoston malleista. Eksportoin 
komentomoduulin, lämpösuojakilpi sekä telakointiportin mallit erikseen 
saadakseni peliin kolme erillistä osaa. Kerbal space program on peli, jossa 
rakentaminen ja osien vaihteleminen on yksi pelin tärkeimpiä ominaisuuksia. 
Ennen Export-valikkoon siirtymistä täytyi valita objekti, jonka tahtoi eksportoida, 
muuten koko mallinnustiedosto siirtyy mukana valojen ja kameroiden kanssa, 
joita ei tässä tilanteessa tarvittu. Ensimmäisellä kerralla sain virheraportin, jota 
hieman tutkiessani selvisi että mallista pitää poistaa tekstuurit, koska niitä ei voida 
eksportoida mallin mukana. Eksportointi-valikossa tärkeimmät asetukset olivat 
asettaa merkki valintaruutuun Selected Objects, joka varmisti. että vain valittu 
malli eksportoidaan. Animaatiota ei ollut, joten otin merkin pois Baked Animation 
ruudusta. Viimeiseksi ylöspäin akseliksi piti valita Y up, koska Kerbal space 
programissa käytetään Y- akselia pystysuorana akselina. Muutoin Blenderin 
antamat perusasetukset kelpasivat projektiini. (Kuva 19.) 
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Kuva 19. Export-toiminto Blender-ohjelmassa 
 
Käynnistettyäni Unity-ohjelman loin ensimmäisenä kiintolevylle sijainnin minne 
kaikki projektiin liittyvät tiedostot tallentuivat. Tämän jälkeen latasin Kerbal spase 
progran 0.23 part tools -tiedoston pelin omilta sivustoilta, jolla mallit 
konvertoidaan pelin omaan tiedostomuotoon. Ladatusta tiedostosta löytyi 3 
kansiota Editor, Lib ja Shaders, jotka tuli pudottaa Unity-käyttöliittymässä Project 
osion Assets-kansioon, jonka Unity loi uuden projektin yhteydessä. Assets-
kansioon lisäsin kaksi kansiota mallit ja tekstuurit (kuva 20). 
 
 
Kuva 20. Unity-projektin aloittaminen 
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Seuraavaksi tuodaan raahaamalla oikeisiin kansioihin kaikki eksportoidut mallit 
ja tekstuurit. Mallien asetukset täytyi asettaa jokaiselle osalle erikseen, jotta 
kappaleista tulisi peliin oikeankokoisia ja -näköisiä. Valitsemalla mallin Assets 
kansiossa näytti Unity tähän liittyvät asetukset inspector osiossa. Asetin 
seuraavat arvot Scale Facktor 1, jotta mallit olisivat oikeissa mittasuhteissa. 
Normals-valikosta valitsin Calculate, joka auttaa mallin muotojen tasoittamisessa. 
Animations välilehdestä poistin Inport Animation ominaisuuden mallista, koska se 
ei sisältänyt animaatiota ja hyväksyin muutokset painamalla Apply-painiketta 
(kuva 21).  
 
 
Kuva 21. Unity-Inspector-osio 
 
Lisäsin Hierarchy-osioon empty game objecktin painamalla Contol+ Shift+ N 
näppäinyhdistelmää tai olisin vaihtoehtoisesti voinut luoda sen valitsemalla 
GameObject-valikosta. Valitsin GameObjectin ja Inspector-osiossa Add 
Component -painkkeella ja toin KSP osiosta Part tools -komennon objektiin. 
Tämä auttoi muokkaamaan ja tallentamaan lopullisen osan peliin toimivaksi 
tiedostomuodoksi. Ohjelma pyysi välittömästi Set Game Data Directory= (kansio 
jonne tiedostot tallennetaan oikeassa muodossa). Tämän jälkeen ohjelma kysyi 
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seuraavia tietoja, jossa mallin nimeksi annoin model.mu ja tekstuuriformaattiin 
muutin peliin kelpaavaksi tekstuuri MBM-muotoon (kuva 22).  
 
 
Kuva 22. Hierarchy ja Inspector-osio 
 
Näiden jälkeen vedin komentomoduuli mallin tyhjään Game Objectin sisään ja 
valitsemalla moduulin tarkistin, että Position XYZ akselin arvot olivat kaikki 0. 
Tämä toiminto asetti kappaleen tarkalleen keskelle. Mallista, joissa ei ole 
animaatiota tuli poistaa Unityn automaattisesti asentama Animator-toiminto. 
Mallin mukana exportoidulle kartiolle annoin add component -painiketta 
painamalla ja navigoimalla Physics-osiosta Mesh collider -toiminnon. Tämä antaa 
kappaleelle fyysisen olomuodon kappaleen ulkomuotojen mukaan, jotta 
kappaleen läpi ei voi kulkea. Asetin mallin tarkasti komentomoduulin päälle 
peittäen koko 3D-mallin. Mesh colliderin -mallista annoin seuraavat 
ominaisuudet, jotta se toimisi pelin asetusten mukaan oikein. Mesh Collider -
ominaisuuteen hyväksyin Convex- toiminnon, joka tekee siitä kiinteän ja suljetun 
kappaleen. Poistin Mesh renderer -toiminnon, jotta Collider-mallilla ei olisi 
ulkoasua vaan pelkästään kiinteän kappaleen fyysinen olemus. Samat toiminnot 
toistin jokaiselle mallintamalleni osalle. Tämän jälkeen tallensin jokaisen mallin 
osan Game-objektista Write-toiminolla, jotka tallentuivat aikaisemmin asetetulle 
kansiopolulle (kuva 23).  
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Kuva 23. Colliderin asetukset 
 
Tallennuksen jälkeen tiedostot siirrettiin omiin kansioihinsa, joihin tuotiin 
konfigurointi tiedostot. Nämä tiedostot voi kirjoittaa tai muokata Windowsin 
omalla Notepad-ohjelmalla. Tiedostot voidaan kirjoittaa pelisivustojen ohjeiden 
mukaan. Tiedoston voi ottaa jo valmiiksi pelissä olevasta osasta. Ne löytyvät pelin 
Game data -kansiosta. Pelistä löytyi vastaavanlaiset osat, joten päätin käyttää 
niiden konfigurointi tiedostoja hyväkseni. Tiedostoista tarvitsi muuttaa osien 
nimet ja selostukset sekä kiinnityskohtien koordinaatit. Tämä onnistui 
muokkaamalla Node_stack_bottom ja Node_stack_top -osioita. Itse tiedostossa 
oli ohje kirjoitettuna, jotta tietää mihin osioon tarvitsi muuttaa arvoja. 
Kiinnityskohdat lähtevät nollapisteestä joka määräytyy Unity-ohjelmiston 
mukaan, jossa asetin mallit koordinaatteihin 0 akseleilla XYZ. Mallit olivat 
keskellä tätä nollapistettä. Näin kiinnityskohtien liikuttaminen ylöspäin Y-akselilla 
oli positiivinen ylimmälle kiinnityskohdalle, ja negatiiviset alimmalle 
kiinnityskohdalle. Siirsin kansion, jossa tiedostot olivat pelin Game data -
kansioon ja käynnistin pelin. Muihin arvoihin en tehnyt muutoksia, koska ne olivat 
toimivia. Ainoastaan kiinnityskohtien kohdalla jouduin tekemään useita 
muutoksia, jotta osat asettuivat oikeisiin kohtiin. Komentomoduulin ensimmäisen 
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avaruustestilennon aikana huomasin, että tekstuurissa oli jokin virhe, koska 
niiden läpi paistoi valo. (kuva 24) 
 
 
Kuva 24. Osien testaus Kerbal Space Program -pelissä 
 
Ongelman ratkaisuun päätin ottaa avukseni ystävällisen Kerbal Space Program 
-foorumin yhteisön ja laitoin artikkelin Addon Development -osioon, jossa pyysin 
apua tekstuuri ongelmaan. 24 tunnin kuluttua olin saanut useita 
korjausapuehdotuksia, joista yksi osoittautui toimivaksi. Ennen eksportointia 
Blender-ohjelmasta tuli malliin lisätä Edge Split modifier, joka auttoi 3D mallissa 
pitämään terävät kulmat terävinä, ja sileät osat sileinä. Korjattuani virheet malli 
toimi erittäin mainiosti.    
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8 POHDINTA 
Onnistuin mielestäni tutkimustyössäni odotettua paremmin ja sain paljon uutta 
tietoa 3D-mallinnuksesta ja teksturoinnista sekä työprosessissa käyttämistäni 
sovelluksista. Koin haastavaksi työvaiheiden aikatauluttamisen, johon meni 
odotettua kauemmin, mutta niiden arvioiminen on tämän tutkimuksen ansiosta 
hieman selkiintynyt.  
 
Koin alussa Blender 2.71:n hyvin erilaiseksi verrattuna muihin aikaisemmin 
käyttämiini ohjelmiin, joten halusin vaihtaa sen johonkin tutumpaan. Nyt olen 
kuitenkin vannoutunut Blenderin käyttäjä ja aion jatkaa työskentelyä sen parissa. 
Avoimen lähdekoodin Kerbal space program -peliin tekemääni lisäosaan olen 
enemmän kuin tyytyväinen ja vaikka käytettävissäni oli niukasti itse kirjallisuutta, 
löysin riittävästi tietoa internetin sivuilta, ja opastusvideot antoivat 
yksityiskohtaista opastusta. Pystyin hyödyntämään tutkimuksessani aikaisempia 
tietotaitojani 3D-mallinnuksesta, joita olen pääasiassa opintojeni lisäksi hankkinut 
itse opiskelemalla. Oma mielenkiintoni aihetta kohtaan auttoi pitämään yllä 
jatkuvaa mielenkiintoa opinnäytetyötäni kohtaan. Englanninkielisten lähteiden 
kääntäminen suomen kielelle oli haastavaa ja aikaa vievää, mutta alan 
englanninkielinen ammattisanasto tuli tutuksi.  
 
Tulevaisuudessa pystyn hyödyntämään tämän tutkimustyöni mukanaan tuomaa 
varmuutta ja uutta osaamista. Sain vahvistusta odotuksilleni ja tunnen olevani 
valmis hakeutumaan pelialalle. Sain varmuutta lisäosien tekemiseen avoimen 
lähdekoodin peleihin, mikä osoittautuikin suunniteltua helpommaksi, sekä sain 
myös kokemusta pelialalla käytettävien 3D-mallinnuksen ja tekstuurien käyttöön. 
Yllätyksekseni huomasin, että viedäkseni työprosessin loppuun ohjelmoinnin 
taitoja ei tarvinnut opiskella erikoisen paljon, koska sovellusten käyttöön löytyivät 
hyvät ohjeet.  
 
Lukihäiriöni vuoksi koin tutkimustyön pitkähkön tekstin kirjoittamisen ja 
oikeinkirjoituksen haasteelliseksi ja epämiellyttäväksi kokemukseksi. Tarkistin 
tekstin useampaan kertaan, mikä vei minulta kaksin verroin aikaa ja voimia. 
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