Biped robots are inherently unstable because of their complex kinematics as well as dynamics. Despite types of research in developing biped locomotion, the performance of biped locomotion is still far from the expectations.
I. INTRODUCTION
Humanoid robots have been expected to be adapted in our real environment for helping us to perform our-daily life tasks. Developing a robust walking framework for humanoid robots has been investigating since decades ago and it is still a challenging problem in the robotic community. The complexity of this problem is because of some different aspects like considering an accurate hybrid dynamics model, designing and developing an appropriate controller based on the dynamics model. Additionally, the robot's hardware should be capable enough to follow the output of the controller precisely.
The wide range of applications of these robots motivates researchers to tackle this complex problem. The types of research in this field can be classified into two main classes: model-free and model-based [1] . The model-free approaches try to generate walking patterns just by generation rhythmic patterns for each limb and without caring about the dynamics model of the system. Unlike model-free approaches, the fundamental core of the model-based approaches is a dynamics model of the robot which is used to describe the overall behavior of the system in an abstract manner. The main focus of this paper is on a model-based approach.
The first question in designing a model-based walking is that how accurate should the model be?. To answer to this question, two points of view exist: (i) using a wholebody dynamics model (true model), (ii) using an abstract model. We believe that for designing a dynamics model of a system, a trade-off between accuracy and simplicity should be taken into account. Although the whole body dynamics model is more accurate than an abstract model, it is nonlinear and computationally demanding. Thus, it does not only need a powerful resource to implement, but also it is platformdependent.
Linear Inverted Pendulum Model (LIPM) is one of the common dynamics model in the literature [2] . The popularity of this model is not only because of its linearity and simplicity but also its ability to generate a feasible, fast and efficient trajectory of the COM. This model describes the dynamics of a humanoid robot just by considering a single mass that is connected to the ground via a massless rod (see Fig. 1.(a) ). In this model, the single mass is assumed to move along a horizontal plane and based on this assumption, the motion equations in sagittal and frontal planes are decoupled and independent. Several studies used this model to develop an online walking generator based on linear MPC [3] , [4] , [5] . Several extensions of LIPM have been proposed to increase the accuracy of this model while keeping simplicity level [6] , [7] , [8] . The three-mass model is one of the extended versions of LIPM which is proposed by [6] . As is shown in Fig. 1.(b) , this model considers the masses of legs and the body to increase the accuracy of the modeling. It should be mentioned that to keep the model linear, the vertical motions of the masses are considered to be smooth and the vertical accelerations are neglected.
In this paper, the three-mass dynamics model is used as our dynamics model and based on that, the problem of dynamics walking will be formulated as a linear MPC. Indeed, the main idea behind using MPC is predicting the behavior of the system over a prediction horizon to determine the optimum control inputs. Additionally, the process of generating walking reference trajectories will be decompressed into three levels to reduce the complexity of planning. Besides, several simulations will be performed to show the performance and the robustness of the proposed walking scheme.
The remainder of this paper is structured as follows: in Section II, three-mass dynamics model will be reviewed briefly. Afterward, in Section III, this dynamics model is used to design a low-level walking controller based on MPC scheme. Section IV gives an overview of the reference trajectories generator. In Section V, a set of simulation scenarios will be designed and performed to examine the tracking performance and robustness of the proposed controller. Finally, conclusions and future research are presented in Section VI.
II. DYNAMICS MODEL
This section will be started by a brief reviewing of the Zero Momentum Point (ZMP) concept which is one of the well-known criteria in developing stable dynamic walking. Afterward, the ZMP concept will be used to define the overall dynamics of a biped robot as a state-space system. Then, the defined system will be discretized to discrete-time implementation. At the end of this section, we will explain what type of walking objectives and constraints should be considered to generate stable dynamic walking.
A. Zero Momentum Point and Gait Stability
Several stability criteria have been introduced to analyze the stability of the biped robot and ZMP has been well utilized to develop stable locomotion. In fact, ZMP is a point on the ground plane where the ground reaction force (GRF) acts to cancel the inertia and gravity [9] . Generally, the robot stability is guaranteed by keeping the ZMP inside the support polygon (the area which is specified by the foot or feet touching the ground). For a dynamics model which is composed of n parts, ZMP can be calculated using the following equation:
where p = [p x p y ] represents the position of ZMP, m k is the mass of each part, c k = [c x k c y k ] andc k denote the position and acceleration of each mass, z k ,z k are vertical position and vertical acceleration of each mass, respectively.
B. Three-mass Dynamics Model
Three-mass model abstracts the dynamics model of a biped robot by considering three masses. The masses are placed at the legs and the body of the robot. To simplify and linearize the model, each mass is restricted to move along a horizontal plane. According to this assumption, the ZMP equations are independent and equivalent in frontal and sagittal planes. Thus, in the following of this paper, just the equations in the sagittal plane will be driven. Based on on (1), a statespace system can be defined to analyze the behavior of the system: 
... c x 3 are the control inputs in jerk dimension, M is weight of the robot, m 1 , m 2 , m 3 represent the mass of stance leg, body and swing leg, respectively. Based on the output equation (y), the position of stance leg, swing leg and also ZMP are measured at each control cycle. In the next section, this system is used to design a walking controller.
III. AN ONLINE WALKING CONTROLLER BASED ON MPC
In this section, the problem of the online walking controller is formulated as a linear MPC which is not only robust against uncertainties but also able to consider some constraints in the states, inputs and outputs. To do that, firstly, the presented continuous system (2) should be discretized to discrete-time implementation. Afterward, the walking objective will be formulated as a set of quadratic functions and finally, walking constraints will be formulated as linear functions of the states, inputs and outputs.
A. Discrete Dynamics Model
To discretize the system, we assume thatc 1 ,c 2 ,c 3 are linear and based on this assumption, ...
... c 3 are constant within a control cycle. Thus, the discretized system can be represented as follows:
where k represents the current sampling instance, A d , B d , C d are the discretized version of the A, B, C matrices in (2), respectively. Based on this system, the state vector X(k) can be estimated using a Kalman Filter (KF) at each control cycle. Thus, according to the estimated states, some objectives and constraints, the problem of determining the control inputs can be formulated as an optimization problem (a quadratic program (QP)) at each control cycle. The optimization solution specifies the control inputs which are used until the next control cycle. This optimization just considers the current timeslot, to take into account the future timeslots, a finite time-horizon is considered for the optimization process, but only the current timeslot will be applied and for each timeslot, this optimization will be repeated again. Indeed, the optimization solution determines N c (control horizon) future moves (∆U = [∆u(k), ∆u(k + 1), ..., ∆u(k + N c − 1)] ) based on the future behavior of the system (Y = [y(k + 1|k), y(k +2|k), ..., y(k +N p |k)] ) over a prediction horizon of N p .
B. Walking Objective
Walking is periodic locomotion which can be decomposed into two main phases: single support and double support.
In the double support phase, the robot tries to shift its COM to the stance foot and its swing leg moves towards the next step position during single support, . In order to develop stable locomotion, robot should be able to track a set of reference trajectories while keeping its stability. As it is mentioned before, a popular approach to guarantee the stability of the robot is keeping the ZMP within the support polygon. According to (2) , the position of the stance leg, swing leg and ZMP are measured at each control cycle. Thus, the following objectives should be considered to keep the outputs at or near the references:
where p z , r z , p st , r st , p sw , r sw are measured ZMP, reference ZMP, measured position of the stance leg and its reference, measured position of the swing leg and its reference, respectively. Moreover, to generate smooth enough walking to avoid generating an incompatible motion with the robot structure, the control inputs are considered into the objectives for smoothing all the motions:
According to the explained objective terms, the following cost function is defined to find an optimal set of control inputs:
where k is the current control interval,
} is the QP decision, α j represents a positive gain that assigned to each objective. Fig. 2 .
Graphical representations of the constraints: (a) kinematically reachable area for the swing leg: red rectangle represents the position of the swing leg at the beginning of step, green rectangle represents the landing location of the swing leg; (b) ZMP constraint during double support phase: green area is considered as the support polygon to avoid ZMP from being close to the borders; (c) ZMP constraint during single support phase.
C. Time-Varying Constraints
To ensure the feasibility of the solution that is found by the MPC, a set of constraints should be considered to avoid generating infeasible solutions. For instance, the solution should be kinematically reachable by the robot and also the ZMP should be kept inside the support polygon. Generally, a set of mixed input/output constraints can be specified in the following form:
where j = 0, 1, ..., N p , k is current control cycle, E, F, G are time-variant matrices where each row of them represents a linear constraint. is used to specify a constraint to be soft or hard. Additionally, using this equation, the inputs and outputs can be bounded to specified limitations. It should be noted that the constraints in the sagittal plane are similar to the frontal plane. In our target framework, the constraints are time-varying and they will be determined at the beginning of each walking phase. Graphical representations of the constraints are depicted in Fig. 2 . As it is shown in Fig. 2.(a) , the landing position of the swing leg should be restricted in a kinematically reachable area. This area can be approximated by a rectangle which is defined as follows:
where x min , x max are defined based on the current position of the support foot and the robot capability. In addition to these constraints, to keep the ZMP within the support polygon, the following constraints are considered:
where z xmin , z xmax are defined based on the walking phase and the size of the foot (please look at Fig. 2. (b, c) ). It should be mentioned that the feet size of the robot is considered a bit smaller (scale = 0.9) than the real feet size to prevent ZMP from being too close to the borders of support polygon.
IV. WALKING REFERENCE TRAJECTORIES
According to the presented dynamics system in Section II, three reference trajectories should be generated which are the trajectories of the feet and the ZMP. In the following of this section, we will explain how these trajectories will be generated.
A. A* Footstep Planning
Footstep planning are generally based on graph search algorithm with a rich history [11] , [10] . In our target framework, the footstep planning is composed of two stages: (i) generating a collision-free 2D body path; (ii) planning the footsteps based on the generated path. In the first stage, the environment is modeled as a 2D grid map consisting of cells that are marked as free or occupied. In this work, the size of the cell is considered to be 0.1m 2 , and the height of obstacles are not considered and the robot can not step over an obstacle. In order to avoid collision with the obstacles, the size of the obstacles are considered to be larger than the real size (scale = 1.1). In this stage, after modeling the environment, A* search method is applied to find an optimum path over the free cells from the current position of the robot to the goal. Euclidean distance to the goal is used to guide the search toward the goal.
In the second stage, the footsteps should be generated according to the generated path. To do so, a state variable is defined to describe the current state of the robot's feet:
where x l , y l , θ l , x r , y r , θ r represent the current position and orientation of the left and right foots, respectively. φ l , φ r represent the state of each foot which is 1 if the foot is the swing foot and −1 otherwise. According to the nature of walking which is generated by moving the right and the left legs alternating, a step action is parameterized by a distance and an angle from the swing foot position at the beginning of steps a = (R, σ). Based on the current state and the generated path, an action should be taken. In this paper, we consider a fix step size (R = 0.1) and σ is determined by the generated path. By applying the selected action, the state transits to a new state, s = t(s, a). It should be noted that after each transition, the current footstep should be saved (f i i ∈ N) and then φ l and φ r will be toggled.
B. ZMP, Hip and Swing Reference Trajectories
Studies on human locomotion showed that while a human is walking, ZMP is moving from heel to the toe during single support phase, it moves towards the COM during double support phase [12] , [13] . In this paper, we do not consider the ZMP movement during single support and instead of that, we keep the ZMP in the middle of support foot during single support. Thus, the ZMP reference trajectory planning can be formulated based on the generated footsteps as follows:
START GOAL Fig. 3 . An example walking references trajectories: the gray rectangles represent the occupied cells that robot can not step; the black-dash line represents the output of the A* path planner; red and blue rectangles represent the footsteps which are generated based on the output of the A*; the magenta line is the ZMP which is generated based on the outputs of the footstep planner; the lime-dash line is the hip reference trajectory.
where p st = [p x st p y st ] is the generated ZMP, t, T ss , T ds represent the time, duration of single and double support phases, respectively. SL = [SL x SL y ] is a vector that represents the step length and step width which are determined based on (R, σ), f i = [f x i f y i ] represents the planned foot prints on a 2D surface. It should be noted that t will be reset at the end of each step (t ≥ T ss + T ds ).
After generating the ZMP reference trajectory, the hip trajectory will be planed according to the generated ZMP. To do that, we assume that the COM of the robot is located at the middle of hip and based on this assumption, the overall dynamics of the robot is firstly restricted into COM and then, the reference trajectory for the hip will be generated using the analytical solution of the LIPM as follows [14] :
where t 0 and t f represent the beginning and the ending times of a step, p h0 , p h f are the corresponding positions of COM at these times, respectively.
After generating the ZMP and the hip trajectory, the swing trajectory should be planned. To have a smooth trajectory during lifting and landing of the swing leg, a Bezier curve is used to generate this trajectory according to the generated footsteps and a predefined swing height.
C. Masses Reference Trajectories
The masses trajectories can be easily generated based on geometric relations between the generated hip, ZMP and swing leg trajectories. According to Fig.1(b) , the mass of the stance leg is located in the middle of the line between the ZMP and the hip. Similarly, the mass of the swing leg is located in the middle of the line between the swing foot and the hip. To show the performance of presented planners in this section, an exemplary path planning scenario has been set up, which is depicted in Fig. 3 . In this scenario, the robot stands at the START point and wants to reach to the GOAL point. The planning process is started by generating an optimum obstacle-free path (black-dash line). As it is shown in Fig. 3 , the generated path is far from the obstacles enough and based on this path, the footsteps, corresponding ZMP and hip trajectories have been generated successfully.
V. SIMULATION
In this section, a set of simulation scenarios will be designed to validate the tracking performance and examining the robustness of the proposed controller. To do so, a humanoid robot has been simulated according to the dynamics model presented in Section II using MATLAB. The most important parameters of the simulated robot and the controller are shown in Table I . 
A. Tracking performance
To check the tracking performance of the controller, the first five steps of the planned trajectories in the previous section (trajectories of the legs and the ZMP) are considered as the input references and the simulated robot should track these references. As a result, the simulated robot walks from the START point towards the GOAL point while keeping its stability. The simulation results are depicted in Fig. 4 . The results showed that the controller is able to track the references and the ZMP is always inside the support polygon during walking. Another interesting point in the results is the trajectory of the body(p t ). Actually, we did not determine any references for the body explicitly but it moves as we expected. As it is shown in Fig. 4.(a) , it is almost near the support foot during single support phase, then by starting the double support phase, it moves towards the next support foot.
B. Robustness w.r.t. Measurement Noise
In the real world, measurements are always affected by noise, and they are never perfect. Noise can rise because of many reasons like the simplification in the modeling, discretizing and some mechanical uncertainties ( e.g., backlash of gears), etc. A robust controller should be able to estimate the correct state using the noisy measurements and minimize the effect of noise. To examine the robustness of the proposed controller regarding measurement noise, the measurements are modeled as a stochastic process by adding a Gaussian noise (−0.05m ≤ v i ≤ 0.05m i = 1, 2, 3) to the system output and the previous scenario has been repeated. The simulations results are shown in Fig. 5 . As the results showed, the controller is robust against the measurement noise and it is able to track the references even in the presence of noise.
C. Robustness w.r.t. External Disturbance
A robust controller should be able to reject an unwanted external disturbance that can be occurred in some situations like when a robot hits an obstacle or when it has been pushed by someone. In such situations, the controller cancels the effect of the impact and tries to keep ZMP inside the support polygon by applying compensating torques. To examine the robustness of the controller w.r.t. external disturbances, an unpredictable external force is applied to the body of the robot while it is performing the previous scenario. The impact has been applied at t = 1.6s and the impact duration is ∆t = 10ms. This simulation has been repeated six times with different amplitudes (−300N ≤ F ≤ 300N ). Moreover, to have realistic simulations, measurement are confounded by measurement noise (−0.05m ≤ v i ≤ 0.05m i = 1, 2, 3). The simulation results are shown in Fig. 6 . Each plot represents the result of a single simulation. As are shown in these plots, after applying an external force, the real ZMP goes out of the support polygon quickly but the controller regains it back and keeps the stability of the robot. We increase the amplitude of the impact to find the maximum withstanding of the controller. After performing these simulations, F = 435N and F = −395N were the maximum levels of withstanding of the controller. According to the simulation results, the proposed controller is robust against external disturbance.
D. Overall Performance
In order to check the overall performance of the proposed planning and controller, a path planning scenario has been designed. In this scenario, the simulated robot should walk from START point towards GOAL point. The simulation results are shown in Fig. 7 . The results showed that the planner was able to generate walking reference trajectories and the controller was able to tracked the generated references successfully. A video of this simulation is available online at https://www.dropbox.com/s/ oevqcxkyvwfad07/ICARSC2020.mp4?dl=1.
VI. CONCLUSION
In this paper, we have developed a model-based walking framework to generate robust biped locomotion. The core of this framework is a dynamics model that abstracts the overall dynamics of a robot into three masses. In particular, this dynamics model and the ZMP concept were used to represent the overall dynamics model of a humanoid robot as a state-space system. Afterward, this statespace system was used to formulate the low-level walking controller as a linear MPC which generates the control solution using an online optimization subject to a set of objectives and constraints. Later, we have presented a hierarchical planning approach which was composed of three main levels to generate walking reference trajectories. To examine the performance of the proposed planner, a path planning simulation scenario has been designed to validate the performance of the planner. Afterward, according to the planned reference trajectories, a set of simulations has been performed using MATLAB to examine the performance and robustness of the controller. The simulation results validated the performance and robustness of the proposed framework.
In future work, we would like to extend this work to investigate the effect of online modification of step position and duration.
