Abstract. The notion of verifiable database (VDB) enables a resourceconstrained client to securely outsource a very large database to an untrusted server so that it could later retrieve a database record and update a record by assigning a new value. Also, any attempt by the server to tamper with the data will be detected by the client. When the database undergoes frequent while small modifications, the client must re-compute and update the encrypted version (ciphertext) on the server at all times. For very large data, it is extremely expensive for the resources-constrained client to perform both operations from scratch. In this paper, we formalize the notion of verifiable database with incremental updates (Inc-VDB). Besides, we propose a general Inc-VDB framework by incorporating the primitive of vector commitment and the encrypt-then-incremental MAC mode of encryption. We also present a concrete Inc-VDB scheme based on the computational Diffie-Hellman (CDH) assumption. Furthermore, we prove that our construction can achieve the desired security properties.
Introduction
With the availability of cloud services, the techniques for securely outsourcing the prohibitively expensive computations are getting widespread attentions in the scientific community [1-3, 18, 19] . That is, the clients with resource-constraint devices can outsource the heavy computation workloads into the untrusted cloud servers and enjoy the unlimited computing resources in a pay-per-use manner. Since the cloud servers may return an invalid result in some cases (e.g., the servers might contain a software bug that will fail on a constant number of invocation), one crucial requirement of outsourcing computation is that the client has the ability to verify the validity of computation result efficiently.
The primitive of verifiable computation has been well studied by plenty of researchers in the past decades [4, 8, 9, 20, 21, [23] [24] [25] . Most of the prior work focused on generic solutions for arbitrary function (encoded as a Boolean circuit). Though in general the problem of verifiable computation has been theoretically solved, the proposed solutions are still much inefficient for real-world applications. Therefore, it is still meaningful to seek for efficient protocols for verifiable computation of specific functions.
Benabbas, Gennaro and Vahlis [12] first proposed the notion of verifiable database (VDB), which is extremely useful to solve the problem in the context of verifiable outsourcing storage. Assume that a resource constrained client would like to store a very large database on a server so that it could later retrieve a database record and update a record by assigning a new value. If the server attempts to tamper with the database, it will be detected by the client with an overwhelming probability. Besides, the computation and storage resources invested by the client must not depend on the size of the database (except for an initial setup phase).
For the case of static database, we can construct VDB based on simple solutions using message authentication codes or digital signatures. That is, the client signs each database record before sending it to the server, and the server is requested to output the record together with its valid signature. The solution does not work if the client performs updates on the database. As noted in [12] , the main technical difficulty is that the client must have a mechanism to revoke the signatures given to the server for the previous values. Otherwise, the malicious server can utilize the previous (while valid) database records and corresponding signatures to responde the current query of the client. This is called the Backward Substitution updates (BSU) attack on VDB. In order to solve this issue, the client should keep track of every change locally. However, this totally contradicts the goal of outsourcing, i.e., the client should use much less resources than those needed to store the database locally.
This problem has been addressed by works on accumulators [15, 16, 29] and authentication data structures [27, 28, 30, 31] . However, it seems that the previous solutions based on the two techniques either rely on non-constant size assumptions (such as q-Strong Diffie-Hellman assumption), or require expensive operations such as generation of primes and expensive "re-shuffling" procedures. Benabbas, Gennaro and Vahlis [12] presented the first practical verifiable computation scheme for high degree polynomial functions and used it to design an efficient VDB scheme. The construction relies on a constant size assumption in bilinear groups of composite order, while does not support public verifiability (i.e., only the owner of the database can verify the correctness of the proofs). Very recently, Catalano and Fiore [13] proposed an elegant solution to build
