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Naslov: Spletno orodje za sinhrono predvajanje in urejanje zvočnih posnet-
kov in tekstovnih transkripcij
Avtor: Gregor Štefanič
Vizualizacija je učinkovit način izmenjave podatkov med računalnikom in
človekom, zato lahko tudi zvok intuitivno predstavimo na vizualni način.
Eden izmed bolǰsih načinov je vizualizacija surovih zvočnih podatkov z upo-
rabo valovne oblike, ki jo uporabimo tudi pri implementaciji programske
rešitve diplomske naloge. Na podlagi obstoječe interaktivne karte slovenskih
narečnih besedil zajamemo zahteve za novo programsko rešitev, ki nudi bolǰso
uporabnǐsko izkušnjo za predvajanje in prikaz narečnih besedil. Z uporabo
ogrodja Svelte in knjižnice Wavesurfer.js razvijemo spletno orodje za pre-
gledovanje in sinhroniziranje transkripcije z zvočnim posnetkom. Postopek
implementacije je opisan s pomočjo izsekov kode posameznih komponent in
zaslonskih posnetkov končnega uporabnǐskega vmesnika. Integracija orodja
v obstoječo spletno stran pa služi kot evalvacija programske rešitve.
Ključne besede: zvok, transkripcija, vizualizacija, komponenta, svelte.

Abstract
Title: An online tool for synchronous playback and editing of audio record-
ings and text transcriptions
Author: Gregor Štefanič
Graphical representation of data is an efficient interface for data interchange
between computers and humans. Therefore even audio could be reason-
ably visually represented. Waveforms are one of the most intuitive ways of
frame audio data visualisation, so they are used in the implementation of
this thesis’ software solution. Functional and non-functional requirements
are defined with the objective to improve user experience of the existing web
application that shows the interactive map of Slovene dialects. There is a
need to improve the existing audio player and visualisation of transcription.
Open-source framework Svelte and Wavesurfer.js Javascript library are used
to develop the online tool for viewing and synchronizing the transcription
with audio recording. Implementation is described using code snippets of
main components and using screenshots of final user interface. Integration
of developed tool into the existing web application acts as the evaluation of
software solution.




Vizualna abstrakcija stvari in podatkov je človeštvu že od nekdaj pomagala
pri razmǐsljanju in komunikaciji, bodisi z uporabo zemljevidov ali drugih
diagramov [13]. Tovrstni grafični način prikaza podatkov in konceptov se
imenuje vizualizacija. Trenutno se nahajamo v informacijski dobi, ko pro-
izvedemo in hranimo ogromne količine količine podatkov, ki jih je za bolǰse
razumevanje potrebno tako ali drugače procesirati. Ena izmed tehnik je vi-
zualna predstavitev podatkov, ki ji pravimo tudi vizualizacija podatkov.
Ena izmed največjih prednosti vizualizacije podatkov je dejstvo, da je
grafični prikaz najučinkoviteǰsi način izmenjave podatkov med računalnikom
in človekom [19]. S pomočjo vida namreč zajamemo več informacij, kot z
vsemi drugimi čutili skupaj [13]. Moderni računalniki pa nam omogočajo
avtomatsko generiranje interaktivnih vizualizacij v realnem času.
Dandanes igra vizualizacija ključno vlogo na številnih znanstvenih po-
dročjih, izobraževanju, inženirstvu, multimediji, medicini itd. [28]. V okviru
te diplomske naloge pa se bomo osredotočili na vizualizacijo zvoka in bese-
dil na spletu. Ker je besedilo že samo po sebi vizualna predstavitev, več
poudarka namenimo vizualizaciji zvoka.
V prvem vsebinskem poglavju (Poglavje 2) definiramo zvok in opǐsemo
postopek digitalizacije zvočnih valovanj in shranjevanja zvoka v računalnǐskih
sistemih. Navedemo vrste vizualizacije zvoka in opǐsemo vizualizacijo surovih
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zvočnih podatkov z uporabo spektrograma ter valovne oblike. Slednji način
vizualizacije namreč tudi uporabimo pri implementaciji programske rešitve
diplomske naloge.
V drugem vsebinskem poglavju (Poglavje 3) opredelimo problem diplom-
ske naloge in si kot cilj zadamo vključitev programske rešitve v obstoječo
spletno aplikacijo, ki prikazuje interaktivno karto slovenskih narečnih bese-
dil. Nadaljujemo z zajemom zahtev ter natančnim opisom zahtevanih funkci-
onalnosti. Pred zasnovo uporabnǐskega vmesnika razǐsčemo področje in ana-
liziramo obstoječe programske rešitve, ki se spopadajo s sočasno vizualizacijo
zvočnih in besedilnih vsebin. Utemeljimo izbiro razvojnih programskih ogro-
dij, v poglavju implementacije pa najprej predstavimo uporabljeno knjižnico
za vizualizacijo valovne oblike zvočnih posnetkov v okolju spletnega brskal-
nika. Opǐsemo postopek razvoja glavnih komponent aplikacije ter podamo
slike končnega uporabnǐskega vmesnika. Poglavje pa zaključimo s predsta-




2.1 Zvok kot valovanje
Zvok je v fizičnem svetu nekaj povsem običajnega. Živimo namreč v okolju
obdanem z mediji, tj. snovmi, ki so zmožni prenašati valove. Tako zrak, kot
tudi voda, ki sta povsod okoli nas, sta namreč sestavljena iz delcev. Ti delci
absorbirajo vsako najmanǰso vibracijo, ki se nato razširi v vse smeri v obliki
transverzalnih in longitudinalnih valov [4].
Transverzalno valovanje se širi z nihanjem delcev okoli svoje ravnovesne
lege in potuje v smeri, ki je pravokotna na nihanje delcev v mediju. Ta
tip valovanja je najbolj je značilen za snovi v trdnem agregatnem stanju, saj
delci snovi izmenjujejo energijo, ne da bi pri tem trajno spremenili svojo lego.
Transverzalno valovanje si najlažje predstavljamo tako, da zanihamo konec
vrvi in opazujemo širjenje motnje proti drugem koncu vrvi. Tako valovanje
bomo seveda brez težav videli, ne bomo ga pa tudi (neposredno) slǐsali, saj
je zvok posledica longitudinalnega valovanja [3, 4].
Longitudinalno (oz. vzdolžno ali kompresijsko) valovanje se za razliko
od transverzalnega valovanja širi v smeri gibanja delcev. Pri tem nastajajo
zgoščine in razredčine delcev, ki v prožnem mediju povzročijo spremembe ozi-
roma nihanje tlaka. Takšno nihanje zračnega tlaka imenujemo tudi zvočni
valovi (angl. sound wave). Zvočni valovi povzročijo vibriranje bobniča v
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ušesih, kar naši možgani nato interpretirajo kot zvok [3].
Vsak zvok lahko v točki sprejema signala (npr. v ušesih), opǐsemo z
dvema količinama - nihanje tlaka (angl. pressure variation) in čas (angl.
time) [3]. Ti dve količini lahko prikažemo na grafu nihanja tlaka v odvisnosti
od časa, kot prikazuje slika 2.1. Krivuljo, ki jo dobimo na takem grafu, pa
imenujemo valovna krivulja (angl. wave curve) zvoka [25, 22].
Slika 2.1: Valovna krivulja zvočnega valovanja [5]
Slika 2.1 prikazuje graf nihanja tlaka v odvisnosti od časa, krivulja pa
je sinusoidne oblike. Kljub temu da krivulja spominja na transverzalno va-
lovanje, poudarimo, da gre tu za prikaz periodičnega spreminjanja zračnega
tlaka pri transverzalnem valovanju. Zaradi te ugotovitve lahko definiramo
nekaj osnovnih lastnosti zvočnih valov.
Zvočno valovanje je torej periodično osciliranje tlaka okoli povprečnega
zračnega tlaka v prostoru. Graf tlaka v odvisnosti od časa pa je sinusoidne
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oblike, ki tvori ekstreme, imenovane vrhovi in doline. Razdaljo med vrhovi
v časovni dimenziji imenujemo perioda valovanja. Z drugimi besedami,
perioda valovanja nam pove, koliko časa mora preteči, da delec enkrat za-
niha okoli svoje izhodǐsčne lege [4]. Zaradi intuitivnosti nato vpeljemo novo
količino z obratno vrednostjo periode valovanja, ki nam pove kolikokrat v eni
sekundi se valovanje ponovi. To količino imenujemo frekvenca valovanja.
Osnovna enota je s−1, oziroma hertz (Hz) [3].
Absolutno razliko med povprečno vrednostjo zračnega tlaka in izmerjenim
ekstremom imenujemo amplituda nihanja tlaka [4]. Če bi izvajali meritve
in poskuse, bi kar hitro ugotovili, da je nihanje tlaka vǐsje pri glasneǰsih, z
drugo besedo, intenzivneǰsih zvokih [3]. Ker sta človeška percepcija inten-
zitete zvoka in aplituda nihanja tlaka povezani, lahko za vizualizacijo zvoka
uporabimo model, ki temelji na obliki valovne krivulje zvočnega valovanja.
2.2 Digitalni zapis zvoka
Kar ljudje interpretiramo kot zvok, je v resnici zgolj nihanje tlaka, ki se
prenaša skozi medij, običajno skozi zrak [3]. Nihanje zračnega tlaka se v vsaki
točki v prostoru neprestano spreminja in je časovno pogojena. Amplituda je
torej zvezni časovni signal, kar pomeni, da jo lahko opǐsemo z zvezno funkcijo
f(t) v odvisnosti od časa t. Zveznih signalov pa žal ne moremo procesirati
s trenutno računalnǐsko tehnologijo, zato moramo signal najprej diskretizi-
rati. To storimo tako, da izmerimo amplitudo signala v določenih časovnih
intervalih T . Temu postopku diskretizacije signalov se reče vzorčenje (angl.
sampling), pri čemer časovni interval T imenujemo interval vzorčenja. Po-
gostost oziroma frekvenco vzorčenja lahko po drugi strani izračunamo kot
obratno vrednost intervala vzorčenja, čemur z drugo besedo pravimo tudi
stopnja vzorčenja, izrazimo pa jo v enoti hertz Hz. Stopnja vzorčenja
nam pove, koliko vzorcev izračunamo v eni sekundi. Diskretni časovni si-
gnal x(t) izračunamo po enačbi 2.1, pri čemer je n celo število, T pa interval
vzorčenja [13].
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x(t) = f(Tn) (2.1)
V praksi točne vrednosti x(t) ni moč shraniti v pomnilnik, saj imamo na
voljo končno število bitov za opis vsake amplitude. Izračunane vrednosti je
zato potrebno zaokrožiti z določeno natančnostjo in preslikati na interval od
0 do 2n, pri čemer n označuje število bitov, ki jih imamo na voljo za opis am-
plitude. Število n imenujemo bitna globina in skupaj s frekvenco vzorčenja
določata kakovost zapisa zvoka. Ta postopek zaokroževanja in preslikovanja
izračunanih vrednosti imenujemo kvantizacija. Vzorčenje in kvantizacija
signala se navadno uporabljata skupaj, skupek pa imenujemo impulzno-
kodna modulacija ali PCM (angl. pulse-code modulation). Zvočni signal
je torej v pomnilniku shranjen kot impulzno-kodna modulacija signala. Pose-
ben primer impulzno-kodne modulacije je linearna impulzno-kodna mo-
dulacija, pri kateri se uporablja linearna kvantizacija. Linearna kvantiza-
cija, je oblika kvantizacije, pri kateri so kvantizirani intervali enake velikosti.
To v splošnem za PCM ne velja, saj je velikost posameznega intervala pogo-
jena z amplitudo [13]. Rezultat impulzno-kodne modulacije pa je že primeren
za digitalni zapis zvoka.
2.3 Načini vizualizacije zvoka
Vizualizacija zvoka opisuje postopek generiranja slikovnega prikaza na pod-
lagi zvočnih podatkov. Eden izmed prvih poskusov elektronske vizualizacije
zvoka sega v leto 1976, ko je podjetje Atari izdalo igralno konzolo imeno-
vano Atari Video Music. Naprava je bila zasnovana tako, da se je povezala
s HiFi stereo zvočnim sistemom in televizijo ter na podlagi prejetih zvočnih
podatkov v realnem času prikazovala slike, ki so predstavljale zvok. Program-
sko generiranje vizualizacije zvoka se je mato razširilo sredi devetdesetih let
preǰsnjega stoletja s predvajalniki kot je Winamp. Dandanes vizualizacijo
zvoka podpira precej več predvajalnikov, obstajajo pa tudi samostojni pro-
grami, ki delujejo kot vtičniki za avdio-video predvajalnike [13].
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Kadar govorimo o vizualizaciji zvoka, moramo upoštevati, kaj sploh želi-
mo z vizualizacijo doseči. Morda želimo oplemenititi izkušnjo poslušanja
glasbe in zato poskušamo zvok čim bolje predstaviti z vzorci, barvami ter
animacijami, ki v nas vzpodbudijo dodatna čustva. Po drugi strani pa je
lahko razlog za vizualizacijo bolj praktične narave - bodisi, za pomoč gluhim
in naglušnim osebam, ali pa preprosto kot orodje za analizo zvoka. V tej di-
plomski nalogi bom zato vizualizacijo zvoka po tem kriteriju razdelil na dve
vrsti. Prva vrsta vizualizacije je tako imenovana generativna vizualizacija
zvoka, kjer je poudarek na vǐsje-nivojskih značilkah. Drugo vrsto vizuali-
zacije, ki ji bom posvetil tudi več pozornosti, pa se imenuje vizualizacija
surovih zvočnih podatkov [13].
2.3.1 Vizualizacija surovih zvočnih podatkov
Najbolj preprost pristop k vizualizaciji zvoka je vizualizacija surovih zvočnih
podatkov - torej izris podatkov, ki so rezultat impulzno-kodne modulacije.
To dosežemo tako, da preberemo amplitudne vrednosti iz shranjene datoteke.
Če imamo denimo opravka z datoteko brez kompresijskega zvočnega formata
je to sila preprosto, saj podatki v podatkovnem segmentu datoteke neposre-
dno odražajo kvantizirano amplitudo vzorcev. Posamezne amplitude vzorcev
nato označimo na grafu v odvisnosti od časa. Če dobljene točke med seboj
povežemo, dobimo dober približek dejanske valovne krivulje zvoka. Name-
sto projiciranja točk, lahko izrǐsemo stolpce, katerih vǐsina odraža amplitudo
posameznega vzorca. Amplitude vzorcev najprej normaliziramo tako, da
vsako amplitudno vrednost delimo z največjo absolutno vrednostjo ampli-
tude. S tem dosežemo to, da je vǐsina stolpcev določena relativno glede
na vǐsino okvirja slike. Takšnemu prikazu pravimo valovna oblika (angl.
waveform) [13].
Slika 2.2 prikazuje valovno obliko, ki jo dobim s stolpičnim prikazom
amplitud vzorcev. Gre za izsek zelo kratkega dela zvočnega posnetka na
relativno širokem platnu. Z drugimi besedami bi lahko rekli, da gre za precej
približan pogled valovne oblike. Pogosta frekvenca vzorčenja je 44100 Hz, kar
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Slika 2.2: Vizualizacija valovne oblika zvočnega valovanja [13].
pomeni, da moramo za prikaz valovne oblike ene sekunde posnetka narisati
prav tolikšno število stolpcev. Ker pa je minimalna širina stolpca na ekranu
omejena na en piksel, bo vzorce potrebno slej kot prej združevati [13].
Najbolj neposreden pristop je tako imenovan bucketing, kjer originalne
vzorce razdelimo na segmente in izračunamo njihove reprezentativne vre-
dnosti. Primerni reprezentativni vrednosti sta v našem primeru minimalna
in maksimalna amplituda znotraj segmenta [13]. Preden pa vzorce razde-
limo, moramo najprej določiti število segmentov. Število segmentov lahko
izračunamo iz širine celotne slike in širine enega stolpca. Ko vzorce razvr-
stimo, v vsakemu segmentu poǐsčemo ekstremne amplitudne vrednosti in na
podlagi segmentov izrǐsemo stolpce [23]. Zvočno valovanje, ki ga prikazuje
valovna oblika na zgornji sliki, bi lahko prikazali tudi z valovno obliko na
sliki 2.3.
Spektrogram
Valovna oblika prikazuje nihanje zračnega tlaka v odvisnosti od časa, torej
je to vizualizacija zvoka v časovnem prostoru. Obstajajo pa preslikave, ki
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Slika 2.3: Segmentacija valovne oblike.
časovno predstavitev valovanja preslikajo v frekvenčni prostor. Za transfor-
macijo zvočnega prostora se pogosto uporablja Fourierjeva transformacija,
ki operira z zveznimi funkcijami. Tokrat pa imamo opravka z diskretnimi
vrednostmi, zato moramo za pretvorbo uporabiti diskretno Fourierjevo
transformacijo DFT. Diskretno Fourierjevo transformacijo nad vektorjem
amplitud v časovnem prostoru lahko opravimo s pomočjo precej učinkovitega
algoritma imenovanega hitra Fourierova transformacija FFT. Rezultat
algoritma FFT so amplitudne vrednosti frekvenčnega prostora, ki jih lahko
prav tako predstavimo na zgoraj opisan način (slika 2.4.) [13, 21].
Težava pri predstavitvi frekvenčnega prostora zvoka v valovni oblike je
to, da takšna vizualizacija ni dovolj intuitivna, saj frekvenčni pasovi niso
neposredno povezani s človeško percepcijo zvoka. Bolj uporaben način vizu-
alizacije, ki hkrati ponuja vpogled tako v časovni kot tudi frekvenčni prostor,
se imenuje spektrogram. Spektrogram prikazuje, kako se frekvenčna poraz-
delitev zvoka spreminja skozi čas. Ta način predstavitve zvoka je uporaben
predvsem pri odkrivanju vzorcev, kar je lahko v pomoč pri identifikaciji [13].
Najpreprosteǰsa oblika spektograma ima tri dimenzije: abscisna os pred-
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Slika 2.4: Vizualizacija valovne oblike v časovnem (zgoraj) in frekvenčnem
(spodaj) prostoru [13].
stavlja časa, ordinatna os frekvenco, tretja dimenzija pa je skrita v barvi,
ki ponazarja intenziteto frekvenčnega pasu. To pomeni, da je barva slike
v vsaki točki določena z vrednostjo frekvence in časa. Slika 2.5 prikazuje
spektrogram govora s pripadajočo valovno krivuljo [13].
Spektrogrami so lahko različnih oblik. Najpreprosteǰso smo opisali zgoraj,
pogosto pa sta vodoravna in navpična os zamenjani, tako da čas teče v smeri
navzgor. Spektrogram lahko prikažemo tudi v prostoru, saj lahko intenzi-
teto frekvenčnega pasu ponazorimo tudi globino. Frekvenčna in amplitudna
os imata lahko tudi logaritemsko skalo, odvisno od primera uporabe. Line-
arna skala v smeri frekvenčne dimenzije poudarja haroniče povezave, med-
tem ko logaritemsko uporabimo, kadar želimo izpostaviti tonska razmerja v
zvoku [18, 13].
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V tem poglavju je opisan doprinos oziroma praktični del diplomske naloge.
Na začetku predstavim problem, ki ga rešujem v sklopu projekta, nato pa
definiram funkcionalne in nefunkcionalne zahteve programske rešitve. Sledita
pregled področja in načrtovanje projekta. Nadaljujem z opisom programske
rešitve, predstavitvijo uporabljenih knjižnic in ogrodij, ter analizo najbolj
zanimivih delov aplikacije. V zadnjem delu pa podam navodila za vključitev
aplikacije v poljubno spletno stran.
3.1 Opredelitev problema
Temeljno sredstvo sporazumevanja je jezik. Z njim opǐsemo stvari, dejanja in
abstraktne pojme. Tudi programski jeziki ustrezajo temu kriteriju, uvrščamo
jih namreč med formalne jezike. Programske jezike je razvil človek, in sicer
po navdihu naravnih jezikov, katerih izvor pravzaprav ni znan. Znano pa je
dejstvo, da se govorjeni jeziki neprestano razvijajo in spreminjajo, zato se
iz obstoječih jezikov oblikujejo novi jeziki in narečja. Splošnega merila za
ločevanje teh dveh pojmov pravzaprav ni, so pa slednji bolj natančno vezani
na manǰsa območja. Skozi zgodovino so se tudi na slovenskem ozemlju razvila
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številna narečja, ki se od slovenskega knjižnega jezika lahko tudi bolj ali manj
razlikujejo [2, 26].
V sklopu diplomskega dela [10] na Fakulteti za računalnǐstvo in informa-
tiko Univerze v Ljubljani je nastala spletna aplikacija, ki prikazuje interak-
tivno karto slovenskih narečnih besedil. Karta prikazuje slovensko ozemlje
razdeljeno na območja s skupnim oziroma podobnim narečnim jezikom. Vsa-
kemu narečju na interaktivni karti pripadajo zvočni posnetek, transkripcija
posnetka ter poknjižnjena različica transkripcije. Ker posamezno narečje ni
nujno razumljivo prav vsakemu, potrebujemo intuitiven način prikaza tran-
skripcije, ki bo poslušalca informirala o trenutni poravnavi besedila z zvočnim
posnetkom. Implementirano rešitev pa je nato potrebno integrirati v ob-
stoječo interaktivno karto slovenskih narečnih besedil (dostopna na povezavi
https://narecja.si).
Naloga zajema izdelavo spletnega orodja, ki na intuitiven način uporab-
niku prikaže zvočni posnetek (npr. govor ali petje) in pripadajoče na nivoju
besed poravnano besedilo. Ob predvajanju posnetka orodje prikazuje tre-
nutni položaj v besedilu, s klikanjem po besedilu pa omogoča premikanje
po zvočnem posnetku. Prav tako naj nudi možnost popravljanja poravnave
besed s posnetkom v primeru napak pri poravnavi.
3.1.1 Slovar pojmov
V tem razdelku so opredeljeni vsi têrmini, ki jih uporabljamo v nadaljevanju
diplomske naloge.
Transkripcija (angl. transcription) je zapis zvočnega posnetka s črkami.
Odsek (angl. section) je del transkripcije, ki ga urejamo skupaj. Hkrati
označuje del uporabnǐskega vmesnika, ki prikazuje odsek.
Časovni odsek je odsek, ki ima določen začetni in končni čas. Hkrati
označuje del uporabnǐskega vmesnika, ki prikazuje časovni odsek (tako
na časovnici, kot tudi na pogledu transkripcije).
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Začetni čas odseka označuje čas pojavitve začetka besedila odseka v zvo-
čnem posnetku.
Končni čas odseka označuje čas v zvočnem posnetku, ko je izgovorjeno
celotno besedilo odseka.
Pogled transkripcije je del uporabnǐskega vmesnika, ki prikazuje tran-
skripcijo.
Pogled predvajalnika je del uporabnǐskega vmesnika, ki prikazuje časovnico
in gumbe za nadzor predvajanja.
Predvajaj-ustavi gumb je del pogleda predvajalnika, s katerim nadzoru-
jemo predvajanje, hkrati pa prikazuje stanje predvajanja.
Časovnica je del pogleda predvajalnika, ki prikazuje potek predvajanja in
preostali čas predvajanja. Na časovnici spreminjamo trenutni čas pred-
vajanja.
Potek predvajanja označuje čas, ki je pretekel od začetka predvajanja.
Valovna krivulja je del pogleda predvajalnika, ki prikazuje valovno obliko
zvočnega posnetka.
Potek transkripcije označuje kolikšen delež transkripcije je potekel glede
na potek predvajanja.
Pogled za urejanje odseka je del uporabnǐskega vmesnika, kjer urejamo
vse parametre odseka.
Ročica (angl. handle) je del časovnega odseka s katerim spreminjamo obseg
besedila ali pa spreminjamo mejni čas časovnega odseka.
Alternativno besedilo označuje besedilo, za katerega želimo, da se prikaže
namesto določenega odseka. Prav tako označuje del uporabnǐskega
vmesnika, ki prikazuje alternativno besedilo.
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3.2 Zajem zahtev
V tem poglavju opǐsem funkcionalne zahteve, ki jih mora izpolnjevati pro-
gramska rešitev.
Slika 3.1: Diagram primera uporabe predvajalnika transkripcije.
Potrebno je razviti vmesnik v obliki spletne komponente, ki ga je moč
vključiti v obstoječo spletno stran. Komponenta naj podpira predvajanje
zvočnega posnetka, ki je podan z URL naslovom. Časovnica, ki kaže potek
zvočnega posnetka naj bo prikazana v obliki valovne krivulje. Predvajalnik
mora poleg predvajanja in zaustavljanja zvočnega posnetka podpirati tudi
premikanje po posnetku. Komponenta naj v drugem delu prikazuje tran-
skripcijo zvočne vsebine, ki je lahko bodisi v obliki poezije, bodisi besedilo z
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več odstavki. Klik na posamezen odsek transkripcije premakne predvajanje
zvočnega posnetka na mesto, kjer se del transkripcije pojavi. Komponenta
mora omogočati prikaz alternativnega besedila, tj. knjižne različice tran-
skripcije, ki je lahko definirano za vsak stavek posebej. Med predvajanjem
zvočnega posnetka naj se posodablja potek transkripcije, bodisi z barvanjem
pretečenega dela besedila, ali na kakšen drug intuitiven način. Poleg samega
predvajanja zvočnega posnetka in prikazovanja poteka, naj komponenta pod-
pira tudi način urejanja in ročne sinhronizacije posnetka s transkripcijo. Do-
segljivost načina urejanja naj bo nastavljiva ob kreiranju komponente.
Slika 3.1 prikazuje diagram primera uporabe komponente. Obstajata dva
tipa uporabnǐskih vlog, in sicer navadni uporabni ter urednik. Navadni
uporabnik ima dostop zgolj do funkcionalnosti povezanih s predvajanjem in
pregledovanjem transkripcije, medtem ko ima urednik tudi popoln dostop
do funkcionalnosti za urejanje transkripcije in sinhroniziranje transkripcije z
zvočnim posnetkom.
3.2.1 Predvajanje zvočnega posnetka
Komponenta naj podpira predvajanje zvočnega posnetka, ki je podan z URL
naslovom. Naslov do spletnega vira je podan ob kreiranju komponente in
se med izvajanjem ne spreminja. Zvočni posnetek se začne predvajati ob
pritisku na gumb za začetek predvajanja, uporabnik pa lahko predvajanje
zaustavi s pritiskom na gumb za zaustavitev.
Osnovni tok
1. Ko se zvočni posnetek naloži, se omogoči gumb za začetek predvajanja.
2. Uporabnik pritisne na gumb za začetek predvajanja.
3. Gumb za začetek predvajanja se nadomesti z gumbom za zaustavitev
predvajanja.
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4. Nadaljuje se predvajanje zvočnega posnetka od trenutne pozicije na-
prej.
5. Uporabnik pritisne na gumb za zaustavitev predvajanja.
6. Gumb za začetek predvajanja nadomesti gumb za zaustavitev predva-
janja.
7. Predvajanje zvočnega posnetka se zaustavi.
Alternativni tok 1
1. Uporabnik pritisne na trenutni odsek v pogledu transkripcije.
2. Gumb za zaustavitev predvajanja nadomesti gumb za začetek predva-
janja.
3. Če se je zvočni posnetek pred tem predvajal, se predvajanje zaustavi,
drugače pa se predvajanje nadaljuje od začetka trenutnega odseka na-
prej.
4. Aplikacija prikaže ustrezni gumb za upravljanje predvajanja zvočnega
posnetka.
Alternativni tok 2
1. Uporabnik pritisne na gumb za začetek urejanja.
2. Predvajanje zvočnega posnetka se zaustavi, na časovnici v obliki va-
lovne krivulje pa se prikažejo časovni odseki.
3. Uporabnik pritisne na aktivni časovni odsek na valovni krivulji.
4. Če se je zvočni posnetek pred tem predvajal, se predvajanje zaustavi,




Za ustrezno predvajanje zvočnega posnetka je potrebno ob kreiranju kompo-
nente podati veljaven URL naslov do spletnega vira v MP3 ali WAV formatu.
3.2.2 Premikanje po zvočnem posnetku
Uporabniku naj bo omogočeno premikanje po zvočnem posnetku s klikanjem
po časovnici in po odsekih v pogledu transkripcije. V načinu urejanja naj bo
podprto premikanje trenutne pozicije posnetka s klikanjem na časovni odsek
na valovni krivulji.
Osnovni tok
1. Ko se zvočni posnetek naloži, se na časovnici izrǐse valovna krivulja.
2. Uporabnik s klikom na valovno krivuljo premakne trenuten čas pred-
vajanja.
3. Potek predvajanja v pogledu transkripcije se ustrezno posodobi.
Alternativni tok 1
1. Uporabnik pritisne na odsek v pogledu transkripcije.
2. Trenutni čas predvajanja se nastavi na začetni čas izbranega odseka.
3. Potek predvajanja na časovnici predvajalnika se ustrezno posodobi
Alternativni tok 2
1. Uporabnik pritisne na gumb za začetek urejanja.
2. Predvajanje zvočnega posnetka se zaustavi, na časovnici v obliki va-
lovne krivulje pa se prikažejo časovni odseki.
3. Uporabnik pritisne na aktivni časovni odsek na valovni krivulji.
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4. Trenutni čas predvajanja se nastavi na začetni čas izbranega časovnega
odseka.
3.2.3 Prikaz transkripcije
Komponenta naj podpira prikaz transkripcije zvočnega posnetka. Kompo-
nenta naj omogoča nalaganje transkripcije preko URL naslova podanega ob
kreiranju ali pa direktno kot JSON objekt. Če gre za transkripcijo pesmi,
mora komponenta podpirati prikaz kitične strukture, tj. vsak verz se začne
v svoji vrstici, pred vsako naslednjo kitico pa je prazna vrstica. V primeru
transkripcije govorjenega besedila pa naj bo pred vsakim odstavkom zamik
ali prazna vrstica. Tipa besedila, mej odstavkov in verzov ni potrebno za-
znavati avtomatsko.
Med predvajanjem zvočnega posnetka naj se posodablja potek v pogledu
transkripcije. Uporabniku mora biti na jasen in intuitiven način prikazana
trenutna pozicija v transkripciji, ki odraža tudi trenutno pozicijo v zvočnem
posnetku.
3.2.4 Prikaz alternativnega besedila
Alternativno besedilo lahko služi kot razlaga ali prevod nekeda odseka tran-
skripcije. Alternativno besedilo je opcijsko in je lahko definirano za vsak
odsek posebej. Uporabnik naj ima možnost preklapljanja med pogledom
alternativnega besedila in originalne transkripcije bodisi na ravni celotne
transkripcije ali pa vsakega odseka posebej.
Osnovni tok
1. Uporabnik kazalec mǐske nekaj časa pridrži nad izbranim odsekom tran-
skripcije.
2. Po nekaj trenutkih aplikacija prikaže gumb za prikaz alternativnega
besedila.
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3. Uporabnik pritisne na gumb za prikaz alternativnega besedila.
4. Besedilo odseka transkripcije se nadomesti z alternativnim besedilom.
Na vseh ostalih osekih se namesto morebitnega alternativnega besedila
prikaže prvotno besedilo odseka transkripcije.
5. Prikaže se gumb za prikaz prvotnega besedila odseka transkripcije.
6. Uporabnik pritisne na gumb za prikaz prvotnega besedila odseka tran-
skripcije.
7. Gumb za prikaz prvotnega besedila se skrije in se prikaže prvotno be-
sedilo odseka transkripcije.
Pogoji
Alternativno besedilo je opcijsko in je zato definirano zgolj za določene odseke
transkripcije. Osnovni tok prikaza alternativnega besedila naj bo mogoč
samo za odseke, ki imajo definirano alternativno besedilo.
3.2.5 Ustvarjanje časovnega odseka
Obstoječemu odseku, ki nima določenih mejnih časov, lahko priredimo zače-
tni ter končni čas in s tem ustvarimo nov časovni odsek. Prav tako pa lahko
začetni in končni čas priredimo že ob ustvarjanju novega odseka.
Osnovni tok
1. Uporabnik pritisne na gumb za začetek urejanja.
2. Na pogledu transkripcije se prikažejo časovni odseki.
3. Uporabnik pridrži klik nad besedo, ki ni v nobenem časovnem odseku.
4. Nad izbrano besedo se prikaže kontekstni meni.
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5. Uporabnik izbere in pritisne na gumb za ustvarjanje novega časovnega
odseka.
6. Prikaže se modalno okno za urejanje odseka. Besedilo odseka je enako
bodisi izbrani besedi bodisi celotnemu besedilu med dvema sosednjima
odsekoma. Privzeta vrednost začetnega in končnega časa sta končni
čas preǰsnjega odseka in začetni čas naslednjega odseka.
7. Uporabnik klikne na gumb za potrditev ustvarjanja novega časovnega
odseka.
Alternativni tok
1. Uporabnik pritisne na gumb za začetek urejanja.
2. Na pogledu transkripcije se prikažejo časovni odseki.
3. Uporabnik pridrži klik nad poljubno besedo v pogledu transkripcije.
4. Nad izbrano besedo se prikaže kontekstni meni.
5. Uporabnik izbere in pritisne na gumb za vstavljanje časovnega odseka
pred/po trenutnim odsekom.
6. Prikaže se modalno okno za ustvarjanje novega odseka.
7. Uporabnik vnese podatke o odseku in pritisne na gumb za potrditev.
Izjemni tok
Uporabnik namesto na gumb za potrditev ustvarjanja časovnega odseka pri-
tisne bodisi na gumb za preklic bodisi klikne zunaj modalnega okna.
Pogoji
Besedilo odseka ne sme biti prazen niz. Začetni in končni čas časovnega
odseka pa morata biti pozitivni števili zaokroženi na največ dve decimalni
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mesti. Končni čas mora biti manǰsi ali enak dolžini zvočnega posnetka.
Začetni čas posameznega časovnega odseka mora biti večji od končnega časa
preǰsnjega časovnega odseka. Prav tako pa mora biti končni čas posameznega
časovnega odseka manǰsi od začetnega časa naslednjega časovnega odseka.
Minimalna dolžina posameznega časovnega odseka pa ne sme presegati mini-
malne dolžine časovnega odseka, ki je nastavljena ob kreiranju komponente.
3.2.6 Urejanje mejnih časov odseka
Vsak odsek, ki ima določen končni in začetni čas, je hkrati tudi časovni odsek.
Časovnemu odseku, lahko odstranimo ali spremenimo začetni in končni čas,
ostalim odsekom pa lahko začetni in končni čas priredimo.
Osnovni tok
1. Uporabnik pritisne na gumb za začetek urejanja.
2. Na časovnici se prikažejo časovni odseki.
3. Uporabnik pritisne na določen časovni odsek na časovnici.
4. Valovna krivulja se približa in poravna na izbrani časovni odsek. Na
časovnem odseku pa se prikažeta ročici za spreminjanje začetnega in
končnega časa.
5. Uporabnik premakne eno izmed ročic.
6. Meje izbranega časovnega odseka in sosednjih časovnih odsekov se po-
sodobijo.
Alternativni tok 1
1. Uporabnik pritisne na gumb za začetek urejanja.
2. Na časovnici se prikažejo časovni odseki.
3. Uporabnik pritisne na določen časovni odsek na časovnici.
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4. Valovna krivulja se približa in poravna na izbrani časovni odsek. Na
časovnem odseku se prikažeta vnosni polji za spreminjanje začetnega
in končnega časa.
5. Uporabnik spremeni vrednost izbranega vnosnega polja.
6. Ko vnosno polje izgubi fokus, se vnesena vrednost uveljavi.
Alternativni tok 2
1. Uporabnik pritisne na gumb za začetek urejanja.
2. Na pogledu transkripcije se prikažejo časovni odseki.
3. Uporabnik dalj časa pridrži klik na izbranem časovnem odseku na po-
gledu transkripcije.
4. Nad izbranim časovnim odsekom se prikaže kontekstni meni.
5. Uporabnik na kontekstnem meniju izbere in pritisne na gumb za ure-
janje odseka.
6. Prikaže se modalno okno za urejanje odseka.
7. Uporabnik spremeni vrednost v izbranem vnosnem polju za mejni čas
odseka in pritisne na gumb za potrditev sprememb.
Izjemni tok
Uporabnik namesto na gumb za potrditev ustvarjanja časovnega odseka pri-
tisne bodisi na gumb za preklic bodisi klikne zunaj modalnega okna.
Pogoji
Pri urejanju časovnega odseka veljajo enaki pogoji kot pri ustvarjanju novega
časovnega odseka.
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3.2.7 Urejanje besedila odseka
Vsak odsek ima pripadajoče besedilo, ki ga lahko spreminjamo bodisi s pre-
mikanjem ročica časovnega odseka na pogledu transkripcije bodisi preko vno-
snega polja na pogledu za urejanje odseka.
Osnovni tok
1. Uporabnik pritisne na gumb za začetek urejanja.
2. Na pogledu transkripcije se prikažejo odseki.
3. Uporabnik dalj časa pridrži klik na izbranem odseku na pogledu tran-
skripcije.
4. Nad izbranim odsekom se prikaže kontekstni meni.
5. Uporabnik izbere in pritisne na gumb za začetek urejanja odseka.
6. Prikaže se modalno okno s pogledom za urejanje odseka.
7. Uporabnik v vnosnem polju uredi besedilo odseka in pritisne na gumb
za potrditev sprememb.
Alternativni tok
1. Uporabnik pritisne na gumb za začetek urejanja.
2. Na pogledu transkripcije se prikažejo odseki.
3. Uporabnik pritisne na določen časovni odsek.
4. Na izbranemu časovnemu odseku se prikažeta ročici za spreminjanje
mej besedila.
5. Uporabnik premakne eno izmed ročic izbranega časovnega odseka.
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Izjemni tok
Pri urejanju besedila odseka preko pogleda za urejanje odseka lahko upo-
rabnik za preklic urejanja pritisne bodisi na gumb za preklic urejanja bodisi
zunaj modalnega okna.
Pogoji
Besedilo odseka ne sme biti prazen niz oziroma mora vsebovati vsaj eno
besedo.
3.2.8 Označevanje začetka vrstice ali odstavka
Uporabnik lahko poljuben odsek označi kot začetek novega odstavka ali vr-
stice. V primeru označitve odseka kot začetek novega odstavka, se ta odsek
vedno začne v novi vrstici, pred njim pa je prazna vrstica.
Osnovni tok
1. Uporabnik pritisne na gumb za začetek urejanja.
2. Na pogledu transkripcije se prikažejo odseki.
3. Uporabnik dalj časa pridrži klik na izbranem odseku na pogledu tran-
skripcije.
4. Nad izbranim odsekom se prikaže kontekstni meni.
5. Uporabnik izbere in pritisne na gumb za začetek urejanja odseka.
6. Prikaže se modalno okno s pogledom za urejanje odseka.
7. Uporabnik poljubno označi potrditvena polja za označevanje odseka
kot začetek vrstice ali odstavka in pritisne na gumb za potrditev.
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3.2.9 Urejanje alternativnega besedila
Vsak odsek ima lahko pripadajoče alternativno besedilo, ki je lahko vidno v
načinu pregledovanja.
Osnovni tok
1. Uporabnik pritisne na gumb za začetek urejanja.
2. Na pogledu transkripcije se prikažejo odseki.
3. Uporabnik dalj časa pridrži klik na izbranem odseku na pogledu tran-
skripcije.
4. Nad izbranim odsekom se prikaže kontekstni meni.
5. Uporabnik izbere in pritisne na gumb za urejanje odseka.
6. Prikaže se modalno okno za urejanje odseka.
7. Uporabnik poljubno označi potrditveno polje, ki označuje, ali želimo
izbranemu odseku nastaviti alternativno besedilo. V vnosno polje upo-
rabnik vnese alternativno besedilo in pritisne na gumb za potrditev
urejanja.
Izjemni tok
Uporabnik lahko prekliče urejanje alternativnega besedila bodisi s klikom na
gumb za preklic urejanja bodisi klikne zunaj modalnega okna.
3.2.10 Odstranjevanje časovnega odseka
Če časovnemu odseku odstranimo začetni in končni čas, ta odsek ni več
prikazan na časovnici in ni obarvan na pogledu transkripcije.
28 Gregor Štefanič
Osnovni tok
1. Uporabnik pritisne na gumb za začetek urejanja.
2. Na pogledu transkripcije se prikažejo časovni odseki.
3. Uporabnik dalj časa pridrži klik na izbranem časovnem odseku na po-
gledu transkripcije.
4. Nad izbranim časovnim odsekom se prikaže kontekstni meni.
5. Uporabnik izbere in pritisne na gumb za odstranitev časovnega odseka.
6. Časovnemu odseku se odstranita začetni in končni čas. Vmesnik se
posodobi.
Alternativni tok
1. Uporabnik pritisne na gumb za začetek urejanja.
2. Na pogledu transkripcije se prikažejo časovni odseki.
3. Uporabnik dalj časa pridrži klik na izbranem časovnem odseku na po-
gledu transkripcije.
4. Nad izbranim časovnim odsekom se prikaže kontekstni meni.
5. Uporabnik izbere in pritisne na gumb za urejanje časovnega odseka.
6. Prikaže se modalno okno za urejanje odseka.
7. Uporabnik odkljuka potrditveno polje, ki označuje, da ima odsek nasta-
vljen začetni in končni čas. Uporabnik pritisne na gumb za potrditev
sprememb.
Izjemni tok
Uporabnik namesto na gumb za potrditev ustvarjanja časovnega odseka pri-
tisne bodisi na gumb za preklic bodisi klikne zunaj modalnega okna.
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3.2.11 Odstranjevanje odseka
Vsak odsek lahko popolnoma odstranimo in s tem izbrǐsemo pripadajoče
besedilo.
Osnovni tok
1. Uporabnik pritisne na gumb za začetek urejanja.
2. Na pogledu transkripcije se prikažejo časovni odseki.
3. Uporabnik dalj časa pridrži klik na izbranem časovnem odseku na po-
gledu transkripcije.
4. Nad izbranim časovnim odsekom se prikaže kontekstni meni.
5. Uporabnik izbere in pritisne na gumb za popolno odstranitev odseka.
Alternativni tok
1. Uporabnik pritisne na gumb za začetek urejanja.
2. Na pogledu transkripcije se prikažejo časovni odseki.
3. Uporabnik dalj časa pridrži klik na izbranem časovnem odseku na po-
gledu transkripcije.
4. Nad izbranim časovnim odsekom se prikaže kontekstni meni.
5. Uporabnik izbere in pritisne na gumb za urejanje odseka.
6. Prikaže se modalno okno s pogledom za urejanje odseka.
7. Uporabnik pritisne na gumb za popolno odstranitev odseka.
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Izjemni tok
Pri odstranjevanju odseka preko pogleda za urejanje odseka lahko uporabnik
prekliče odstranjevanje bodisi s klikom na gumb za preklic urejanja bodisi
klikne zunaj modalnega okna. Pri odstranjevanju odseka preko kontekstnega
menija pa lahko kontekstni meni zapre s klikom zunaj kontekstnega menija.
3.2.12 Spreminjanje povečave valovne krivulje
V načinu urejanja naj vmesnik podpira spreminjanje povečave valovne oblike,
da lahko uporabnik bolj natančno spreminja časovne meje samo z premika-
njem ročic.
Osnovni tok
1. Uporabnik pritisne na gumb za začetek urejanja.
2. Na časovnici se prikaže valovna krivulja zvočnega posnetka s časovnimi
odseki.
3. Uporabnik premakne kazalec nad časovnico in zavrti kolesce na mǐski.
4. Valovna krivulja se približa ali oddalji, odvisno od smeri vrtenja kole-
sca. Pri tem ostane pozicija valovne krivulje poravnana s kazalcem.
Alternativni tok
1. Uporabnik pritisne na gumb za začetek urejanja.
2. Na časovnici se prikaže valovna krivulja zvočnega posnetka s časovnimi
odseki.
3. Uporabnik na napravi na dotik izvede gesto, kjer dva prsta pomakne
skupaj ali narazen (angl. pinch to zoom).
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4. Valovna krivulja se približa ali oddalji, odvisno od smeri premikanja
prstov. Pri tem ostane pozicija valovne krivulje poravnana s sredǐsčem
med prstoma.
3.2.13 Ostale zahteve
Poleg zgoraj navedenih zahtev mora programska rešitem implementirati tudi
naslednje zahteve:
1. Uporabnǐski vmesnik mora biti v celoti prilagojen delovanju na mobil-
nih napravah.
2. Časovnica naj bo v obliki valovne krivulje.
3. Komponenta naj se prilagaja širini vsebnika.
4. Označevanje časa naj bo na stotinko sekunde natančno.
3.3 Pregled področja
Na trgu obstajajo številne programske rešitve, ki rešujejo podoben problem -
usklajevanje zvočnega posnetka in njegove vsebine v besedni obliki. Ob pre-
gledovanju področja bi lahko produkte razvrstil v tri skupine. Prva skupina
so tako imenovani predvajalniki za karaoke, katerih naloga je predvajanje
glasbe in prikaz besedila, ki naj ga uporabnik poje v nekem trenutku. To-
vrstni predvajalniki se osredotočajo predvsem na intuitiven prikaz besedila
v kraǰsem časovnem intervalu - hkrati je večinoma prikazana zgolj trenutna
vrstica, oziroma nekaj vrstic, ki sledijo. Ponavadi poled besedila prikazujejo
tudi vǐsino tona, ki ga mora pevec zapeti. Podpora za prikaz govorjenih
besedil, prikazanih v obliki celotnih odstavkov, je slabša.
Eden izmed trenutno najbolj popularnih predvajalnikov za karaoke je ko-
mercialna različica programa Musixmatch [24]. Krasi ga velika zbirka pesmi
ter možnost integracije z drugimi storitvami za pretočno predvajanje glasbe
kot je na primer Spotify. Poleg samega prikaza besedila pesmi, podpira
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Slika 3.2: Predvajalnik Musixmatch v načinu urejanja.
nekatere funkcionalnosti, ki presegajo problem te diplomske naloge - na pri-
mer samodejno zaznavanje trenutno predvajane pesmi. Sam prikaz trenutne
pozicije v besedilu deluje sicer zgolj na eno vrstico natančno. Uporabnik
torej ne ve, katera beseda se trenutno izgovarja na zvočnem posnetku. Bolj
zanimiv pa je način urejanja sinhronizacije besedila z zvočnim posnetkom.
Besedilo pesmi je razdeljeno na vrstice, uporabniki pa dodajajo predloge
popravkov, ki jih lahko nato ostali uporabniki potrdijo ali označijo za neve-
ljavne. Uporabnik lahko spreminja začetni čas pojavitve nekega dela bese-
dila v zvočnem posnetku, ne more pa označiti konca posameznega dela, zato
predvajalnik predvideva, da se z začetkom novega dela besedila preǰsnji del
zaključi. Slika 3.2 prikazuje način urejanja (angl. edit mode) v aplikaciji Mu-
sixmatch. V sredinskem delu vmesnika je prikazan pogled transkripcije, kjer
so na levi strani zapisani posamezni odseki besedila, desno pa je zapisan čas
pojavitve posameznega odseka skupaj z gumbi za spreminjanje časa. V pri-
vzetem pogledu predvajanja glasbe je prav tako v sredinskem delu vmesnika
pogled transkripcije, z desno poravnanim besedilom za vsako vrstico pose-
bej. Aplikacijo Musixmatch lahko vključimo v svojo spletno stran, težava
je le, da ne moremo naložiti poljubnih zvočnih posnetkov, ki bi jih skupaj s
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transkripcijami hranili na lastnem strežniku.
Slika 3.3: Predvajanje .cdg datoteke v predvajalnik VLC Media Player [12].
Večina odprtokodnih predvajalnikov za karaoke podpira predvajanje da-
totek CD+G formatov [7]. To so formati, ki poleg zvočnega zapisa zvoka
hranijo tudi grafiko nižje ločljivosti. CD+G format izkorǐsča neuporabljene
podkodne kanale (angl. subcode channels), ki jih standardni CD format ne
uporablja (288 pikslov na vrstico, 192 vrstic ter do 256 barv) [7]. Predvajanje
CD+G datotek podpirajo številni predvajalniki, med drugim tudi Winamp
(s pomočjo razširitve Winamp Karaoke plugin) in VLC Media Player, ki je
prikazan na sliki 3.3.
Kakor vidimo na sliki 3.3, tovrstni predvajalniki podpirajo natančneǰse
označevanje trenutnega položaja v besedilu. Obstajajo tudi odprtokodne
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rešitve, ki delujejo v brskalniku in se lahko vgradijo v poljubno spletno stran.
Vseeno pa je težava v tem, da gre pri tovrstnem formatu za slikovno pred-
stavitev besedila za katero imamo na voljo relativno malo pomnilnika [7].
Druga skupina produktov, ki so neposredno povezani s problemom, ki
ga rešuje ta diplomska naloga, so tako imenovana orodja za transkrip-
cijo zvočnih posnetkov. Ta orodja so navadno zasnovana tako, da se
osredotočijo na ročno prepisovanje zvočnega posnetka v besedilo. Na samem
predvajanju pa ni tolikšnega poudarka. Namenjena so predvsem transkripciji
intervjujev ter ostalih posnetkov govora. Nekatera napredneǰsa orodja pod-
pirajo tudi samodejno pretvorbo govora v besedilo, vendar pa ni podpore za
razpoznavanje slovenskega narečnega govora.
V tretjo skupino pa spadajo video predvajalniki, ki podpirajo prikazo-
vanje podnapisov. Za razliko od zgoraj omenjenih orodij, so ta programska
orodja namenjena predvajanju videoposnetkov in prikazovanju napisov. Ve-
lika večina podnapisov je shranjenih v SRT formatu (angl. SubRip Text), v
katerem so podnapisi shranjeni sekvenčno s pripadajočima časovnima značka-
ma, ki označujeta začetek in konec pojavitve napisa. Za razliko od formatov
CD+G je datoteka SRT ločena od zvočnega oziroma video posnetka. Format
zapisa v datotekah SRT sledi naslednjim pravilom [27]:
1. Na začetku opisa odseka je številka, ki označuje zaporedno številko
pojavitve.
2. V naslednji vrstici sta zapisana čas pojavitve in čas konca podnapisa
(v določenem formatu), ki sta ločena z zaporedjem znakov -->.
3. V naslednjih vrsticah sledi besedilo podnapisa, ki se lahko razteza čez
več vrstic.
4. Prazna vrstica označuje konec opisa posameznega odseka podnapisa.
Kot vidimo na sliki 3.4, SRT datoteke hranijo podatke o transkripciji
besedil na človeku berljiv način, hkrati podpira zahtevo, da so odseki določeni
z začetnim in končnim časom, ki sta lahko podana vsaj na stotinko natančno.
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Slika 3.4: Primer vsebine SRT datoteke.
Vseeno pa format ne podpira odsekov, ki nimajo določenega začetnega in
končnega časa, ter označevanja odsekov kot začetek nove vrstice ali odstavka.
3.4 Načrtovanje
Preden smo se lotili implementacije je bilo potrebno na podlagi zajetih funk-
cionalnih in nefunkcionalnih zahtev narediti načrt implementacije. Najprej
glede na zahtevane funkcionalnosti naredimo zasnovo uporabnǐskega vme-
snika in razdelimo aplikacijo na komponente, ki jih lahko razvijamo neodvi-
sno od ostalih delov aplikacije. Nato sledi definicija podatkovne strukture,
ki hrani transkripcijo zvočnega posnetka. Tega dela se lotimo po zasnovanju
vmesnika, saj lahko glede na način urejanja odsekov samo podatkovno struk-
turo precej prilagodimo, da izbolǰsamo delovanje s performančnega vidika.
3.4.1 Zasnova uporabnǐskega vmesnika
V poglavju zajemanja funkcionalnih in nefunkcionalnih zahtev smo omenili,
da mora aplikacija podpirati dva načina delovanja. Prvi način delovanja je
predvajanje zvočnega posnetka in sprotno prikazovanje poteka transkripcije
glede na potek predvajanja posnetka - način pregledovanja. Drugi način
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pa je urejanja transkripcije in sinhroniziranje transkripcije z zvočnim po-
snetkom - način urejanja. Oba načina delovanja pa imata nekaj skupnih
lastnosti in komponent. Pogledu načina pregledovanja in pogledu načina ure-
janja sta skupna pogled predvajalnika s časovnico v obliki valovne krivulje
ter pogled transkripcije. V načinu urejanja morata biti na časovnici in na
pogledu transkripcije dodatko označeni časovni odseki z možnostjo spremi-
njanja obsega. Urednik ima poleg dostopa do načina urejanja tudi dostop do
načina pregledovanja, zatorej moramo za tovrstno uporabnǐsko vlogo zasno-
vati tudi vmesnik za prehajanje med tema načinoma delovanja.
Način pregledovanja
Slika 3.5: Zasnova načina pregledovanja.
Slika 3.5 prikazuje zasnovo vmesnika načina pregledovanja. Vmesnik je
razdeljen na tri dele. Zgoraj je pogled predvajalnika, ki ima časovnico v
obliki valovne krivulje zvočnega posnetka, ki se trenutno predvaja. Potek
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predvajanja je prikazan tako, da se stolpci valovne oblike ob po določenem
pretečenem času obarvajo z drugo barvo. Levo od časovnice je gumb za nad-
zor predvajanja, ki se ob spremembi stanja predvajanja ustrezno posodobi.
V spodnjem delu je večje območje, kjer je se nahaja pogled transkripcije
trenutnega zvočnega posnetka. Potek transkripcije je prikazan z delno obar-
vanostjo pravokotnika, ki označuje posamezni odsek tako, da desna stranica
kaže na besedo, ki se v zvočnem posnetku trenutno izgovarja. Za prikaz al-
ternativnega besedila uporabnik pritisne na gumb v obliki znaka za vprašaj,
na desnem koncu odseka. Gumb za prikaz alternativnega besedila odseka
se prikaže, ko dalj časa pridržimo mǐsko nad odsekom. Ker je vǐsina celo-
tne komponenta omejena, je na desni strani pogleda transkripcije drsnik, s
katerim prikažemo preostalo besedilo. V sredini komponente, med pogle-
dom predvajalnika ter pogledom transkripcije, je orodna vrstica, ki vsebuje
gumb za dostop do načina urejanja ter gumb za dostop do dodatnega me-
nija, z morebitnimi dodatnimi nastavitvami. Orodna vrstica je prikazana
zgolj uporabnǐski vlogi urednik, saj navadni uporabnik nima dovoljenja za
urejanje transkripcije in sinhronizacije transkripcije z zvočnim posnetkom.
Način urejanja
Pogled načina urejanja prikazujeta slika 3.6 in slika 3.7. Slika 3.6 prika-
zuje privzeti pogled, ki je precej podoben pogledu načina pregledovanja. Na
vrhu je pogled predvajalnika z gumbom za nadzor predvajanja ter časovnico
v obliki valovne krivulje, na kateri so za razliko od načina pregledovanja
prikazani tudi časovni odseki. Časovni odseki so prikazani s prosojnimi pra-
vokotniki. S klikom na časovni odsek na časovnici aktiviramo izbran časovni
odsek in s tem omogočimo spreminjanje njegovega obsega s premikanjem
ročic. Orodna vrstica vsebuje gumba za preklic in uveljavitev sprememb.
Tudi na pogledu transkripcije so časovni odseki dodatno označeni. Obarvani
pravokotniki označujejo meje posameznih časovnih odsekov, medtem ko so
odseki brez določenih mejnih časov prikazani zgolj kot navadno besedilo. S
klikom na poljuben časovni odsek omogočimo urejanje tega izbranega odseka,
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Slika 3.6: Zasnova načina urejanja.
zato se prikažeta ročici za spreminjanje obsega. Ob desnem kliku mǐske se
nad posameznim odsekom prikaže kontekstni meni z dodatnimi akcijami.
Prav preko kontekstnega menija pa lahko dostopamo do pogleda za ureja-
nje odseka, čigar zasnova je prikazana na sliki 3.7. Pogled za urejanje odseka
se prikaže v obliki modalnega okna. Desno zgoraj gumb s katerim zapremo
modalno okno in s tem prekličemo urejanje odseka. Spodaj sta prikazana
gumba za uveljavitev sprememb in popoln izbris odseka. V sredini je večje
vnosno polje za urejanje besedila odseka. Pod vnosnim poljem pa do potrdi-
tvena polja za nastavljanje dodatnih lastnosti odseka.
Podatkovni model
V poglavju zajemanja funkcionalnih in nefunkcionalnih zahtev aplikacije smo
implicitno določili nekaj lastnosti, ki jih mora imeti podatkovna struktura, ki
opisuje transkripcijo. Podatkovna struktura mora imeti naslednje lastnosti:
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Slika 3.7: Zasnova pogleda za urejanje odseka.
1. Razdelitev transkripcije na disjunktne odseke.
2. Posamezen odsek ima lahko podan čas začetka in konca pojavitve v
zvočnem posnetku.
3. Odsek je lahko vedno začetek nove vrstice ali odstavka.
4. Odsek ima lahko definirano pripadajoče alternativno besedilo.
5. Učinkovit dostop do sosednjih odsekov.
Glede na to, da bomo razvijali spletno aplikacijo z uporabo jezika Java-
Script, lahko transkripcijo zvočnega posnetka predstavimo kar z JSON (angl.
JavaScript Object Notation) datoteko, saj je format JSON izpeljan prav iz
programskega jezika JavaScript. Tovrstni format hrani podatke v človeku
berljivem zapisu v obliki parov ključ-vrednost ali v obliki seznama.
Transkripcijo torej predstavimo kot seznam odsekov, kjer je vsak odsek
predstavljen s svojim JSON objektom. Zaradi lažje implementacije predpo-
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Slika 3.8: Opis sheme notranjega objekta sheme modela po specifikaciji Swa-
gger 3.0 (levo) in primer datoteke, ki hrani transkripcijo.
stavimo, da si odseki v seznamu sledijo v časovnem zaporedju, torej seznama
ni potrebno predhodno urejati. Shema notranjega JSON objekta pa je sesta-
vljena iz obveznega ključa, ki označuje besedilo odseka, in opcijskih ključev,
ki označujejo začetni čas odseka, končni čas odseka, alternativno besedilo ter
začetek vrstice ali odstavka. Slika 3.8 prikazuje shemo notranjega objekta.
Levo je opis sheme po specifikaciji Swagger 3.0, medtem je na desni strani
primer datoteke JSON.
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3.5 Uporabljena ogrodja in razvojno okolje
Z začetkom spleta druge generacije, smo spletne strani začeli poimenovati
s pojmom spletne aplikacije. Razlog tiči v čedalje večji razširjenosti upo-
rabnosti, izmenjavi informacij ter interaktivnosti spletnih strani. Prelomna
točka z vidika razvoja spletnih aplikacij je bila gotovo popularizacija tehno-
logije asinhronega delovanja programskega jezika JavaScript ter razširjenega
označevalnega jezika XML AJAX (angl. Asynchronous JavaScript and
XML). Tehnologija AJAX je vpeljala nov princip obvladovanja asinhronih
poizvedb na centralni spletni strežnik [11].
Kmalu so se implementacije AJAX tehnologije pojavile v različnih Ja-
vaScript knjižnicah kot sta knjižnici jQuery ter Prototype. Ti knjižnici
sta ponujali množico pomožnih funkcij za procesiranje tako imenovanega
objektnega modela dokumenta DOM (angl. Document Object Model), kar
je omogočilo dinamično spreminjanje spletnih strani in bolǰso interakcijo.
Renderiranju vsebine spletne strani na strežniku (angl. server-side rendering
SSR) je v veliko primerih postalo nepotrebno. Ekstremni primer prenosa lo-
gike k odjemalcu so tako imenovane enostranske spletne aplikacije SPA (angl.
single page application). Kmalu zatem so se oblikovali različni modeli razvoja
spletnih aplikacij, ki so opisovali dobre prakse dizajniranja in implementacije
uporabnǐskih vmesnikov. SPA aplikacije so začele nadomeščati tradicionalno
večplastno arhitekturo, kar je povzročilo prenos večjega dela poslovne logike
na stran odjemalca. Spletne aplikacije so postajale čedalje kompleksneǰse in
težko vzdržljive, kar je zbudilo pomisleke glede dolgoročnega razvoja tovr-
stnih aplikacij [11].
Zaradi omenjenih težav pri razvoju in vzdrževanju pri podjetju Face-
book predstavili knjižnico React.js. Knjižnica React.js temelji na arhitekturi
enosmernega toka podatkov in služi kot posrednik med modelom aplikacije
ter predstavitvenim slojem. Namesto tradicionalne model-pogled-upravljalec
MVC (angl. Model-View-Controller) paradigme uporablja pristop razvoja
komponent. Z razdelitvijo aplikacij na komponente se je povečal nadzor nad
akcijami uporabnikov, kar je posledično izbolǰsalo tudi samo skalabilnost [9].
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Trenutno najbolj priljubljene knjižnice za razvoj spletnih komponent
(npr. knjižnici React.js in Vue.js) zaradi zagotavljanja konsistence in hitro-
sti izmenjave podatkov med vmesniki uporabljajo tako imenovano tehnolo-
gijo VDOM (angl. Virtual Document Object Model) [9]. Operacije nad
objektom DOM obsegajo vstavljanje, urejanje in odstranjevanje elementov
v drevesni strukturi [14], kar pri velikem številu zaporednih operacij pomeni
preceǰsen performančni udarec [15]. Tovrstne knjižnice pa hranijo reprezen-
tacijo elementov v lastni drevesni strukturi v obliki preprostega JavaScript
objekta. Vse spremembe zaradi operacij nad objektnim modelom dokumenta
so najprej uveljavljene v lastni drevesni strukturi, ob koncu cikla pa se stanje
lastne strukture primerja z DOM drevesom spletne strani in izračuna opti-
malno število operacij, ki so potrebne za posodobitev spletne strani. Kljub
veliki priljubljenosti knjižnic, ki implementirajo VDOM, pa ta tehnologija
prejema številne kritike, saj je primerjanje virtualnega in dejanskega DOM
objekta časovno zahtevna operacija [15, 9].
Ogrodje Svelte
Za implementacijo programske rešitve te diplomske naloge bom uporabil pro-
gramsko ogrodje Svelte, ki uporablja pristop razvoja komponent. To po-
meni, da je končna aplikacija sestavljena iz samostojnih komponent, ki se
uporabijo na več mestih [9]. Za razliko od knjižnic React.js in Vue.js pa ne
uporablja tehnologije VDOM in nima programskih odvisnosti od knjižnice
v času delovanja [17]. Namesto tega ogrodje Svelte v času gradnje (angl.
build time) pretvori komponente v JavaScript kodo, ki učinkovito posoda-
blja objekt DOM. Svelte je tako pravzaprav neke vrste prevajalnik. Druga
lastnost ogrodja Svelte je to, da med delovanjem komponente v produkcij-
skem okolju ni odvisnosti od ogrodja. To pomeni, da lahko s tako imenovano
tehniko razčlenjevanja kode (angl. code splitting) precej pohitrimo čas na-
laganja aplikacije, saj ni potrebno čakati, da se knjižnica najprej naloži v
brskalnik [17].
Tako kot knjižnica Vue.js tudi Svelte promovira princip definicije kom-
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Slika 3.9: Primer preproste Svelte komponente.
ponent znotraj ene same datoteke. Komponenta je večkrat uporabljen ne-
odvisen blok programske kode, ki skupaj enkapsulira HTML, CSS in Java-
Script logiko aplikacije. Tako logiko kot tudi strukturo in izgled definiramo
v datoteki s končnico .svelte, ki jo nato vključimo v druge komponente.
Logiko komponente definiramo znotraj značke <script>, stil in obliko zno-
traj značke <style>, medtem ko v ostalem delu datoteke opǐsemo strukturo.
Primer definicije preproste Svelte komponente prikazuje slika 3.9.
Rezervirana beseda export označuje spremenljivke, ki jih lahko nasta-
vljamo zunaj komponente, vrednost pa se ob spremembi samodejno poso-
dobi. Svelte pretvori komponento v JavaScript modul, ki ga lahko vključimo
v poljubni JavaScript aplikaciji. Primer vključitve in kreiranja komponent
prikazuje slika 3.10. Pri tem predpostavimo, da je Svelte komponenta defi-
nirana znotraj datoteke Component.svelte in se nahaja v istem direktoriju
kot trenutna JavaScript datoteka.
Webpack
Webpack je razvojno orodje, ki ima možnost združevanja manǰsih delov pro-
gramske kode v večje in bolj kompleksne sisteme, kot so knjižnice ter apli-
kacije. Razvijanje programske opreme je namreč navadno lažje, če projekt
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Slika 3.10: Primer vključitve in inicializacije komponente v poljubni Java-
Script aplikaciji.
razdelimo v manǰse dele, ki jih razvijamo neodvisno od ostalih. EcmaScript
6 standard sicer že vsebuje specifikacijo za tovrstno vključevanje modulov,
temveč je to delovanje zaenkrat podprto zgolj v noveǰsih brskalnikih. We-
bpack nam omogoča, da pǐsemo kodo po najnoveǰsih standardih, orodje pa
samo poskrbi za kompatibilnost s stareǰsimi okolji. Z uporabo tovrstnih ra-
zvojnih orodij poskrbimo za dobro podporo delovanja v prihodnosti [16].
Konfiguracijo orodja webpack lahko definiramo znotraj ločene konfigura-
cijske datoteke, kar prikazuje slika 3.11. Znotraj konfiguracijske datoteke na-
vedemo datotečne poti datotek, ki jih želimo združiti, in definiramo lokacijo
in ime izhodne datoteke. Poleg združevanja EcmaScript 6 modulov webpack
(in druga tovrstna orodja) podpirajo številne druge funkcionalnosti, kot so
na primer tako imenovano tresenje dreves (angl. tree-shaking), razčlenjevanje
kode (angl. code-splitting) in vključevanje poljubnih vtičnikov, zaradi katerih
so tovrstna orodja izjemno zmogljiva [16, 20].
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Slika 3.11: Primer konfiguracije orodja webpack [20].
3.6 Implementacija
Preden se lotimo same implementacije si najprej poglejmo že obstoječe pro-
gramske rešitve, ki so v pomoč pri razvoju spletne komponente predvajalnika
transkripcije, kot poimenujemo programsko rešitev te diplomske naloge. Naj-
prej predstavimo knjižnico wavesurfer.js, ki jo uporabimo za prikaz valovne
krivulje zvočnega posnetka, nato pa opǐsemo glavne komponente, ki sesta-
vljajo aplikacijo.
3.6.1 Knjižnica wavesurfer.js
Velik del diplomske naloge smo posvetili vizualizaciji zvoka zvoku na sploh.
Knjižnica wavesurfer.js se spopada ravno s problemom vizualizacije zvoka na
spletu. Wavesurfer.js je visoko prilagodljiva spletna komponenta, ki omogoča
vizualizacijo valovne krivulje zvočnega posnetka s pomočjo programskih vme-
snikov Web Audio API in Canvas API, ki sta del noveǰsih brskalnikov (kom-
ponenta deluje v vseh brskalnikih, ki podpirajo programski vmesnik Web
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Audio API) [8].
Slika 3.12: Primer uporabe knjižnice wavesurfer.js v HTML datoteki.
Komponento lahko vključimo v poljubno HTML datoteko s pomočjo
značke <script>. V JavaScript delu aplikacije nato ustvarimo instanco
objekta WaveSurfer, pri čemer poleg ostalih parametrov podamo referenco
objekta HTMLElement (ali CSS3 selektor), v katerem želimo prikazati kom-
ponento. Po inicializaciji objekta podamo URL naslov zvočne datoteke, ki
jo želimo predvajati, nato pa komponenta dekodira datoteko in prikaže sliko
valovne krivulje na zaslonu.
Slika 3.12 prikazuje preprost primer uporabe knjižnice wavesurfer.js v na-
vadni datoteki HTML, medtem ko slika 3.13 prikazuje stanje spletne strani
po nalaganju te datoteke. Knjižnica wavesurfer.js omogoča izjemno prila-
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Slika 3.13: Primer uporabe knjižnice wavesurfer.js v HTML datoteki.
godljiv način prikaza, ki ga določimo s parametri ob inicializaciji objekta.
Poleg nastavljanja barv in dimenzij komponente, lahko izberemo tudi pri-
kaz stolpične valovne krivulje, ki ga uporabimo tudi v naši implementaciji.
Knjižnica podpira tudi vključevanje lastnih vtičničnikov, s katerimi še doda-
tno razširimo funkcionalnost. Eden izmed privzetih vtičnikov je vtičnik za
prikazovanje odsekov na valovni krivulji. Tem odsekom lahko tudi spremi-
njamo velikost s premikanjem ročic. Prav takšno funkcionalnost pa želimo
tudi v naši implementaciji spletne komponente.
3.6.2 Komponenta predvajalnika
Eden izmed osnovnih pogledov spletne komponente, ki jo razvijemo v okviru
te diplomske naloge je pogled predvajalnika. V ta namen razvijemo Svelte
komponento predvajalnika. V okviru zajema zahtev smo določili, naj bo
časovnica, ki prikazuje potek predvajanja zvočnega posnetka, prikazana v
obliki valovne krivulje. V ta namen uporabimo zgoraj predstavljeno knjižnico
wavesurfer.js, ki poleg vizualizacije zvoka podpira tudi predvajanje in nadzor
predvajanja zvočnega posnetka. Vmesnik komponente predvajalnika razvi-
jemo po zgledu iz poglavja o zasnovi uporabnǐskega vmesnika, torej potrebu-
jemo poleg časovnice tudi gumb za nadzorovanje predvajanja. Komponenta
predvajalnika je prisotna tudi v načinu urejanja, zato dodamo podporo za
prikaz časovnih odsekov na časovnici. Kljub temu da knjižnica wavesurfer.js
vsebuje vtičnik, ki omogoča prikaz regij na časovnici, prikaz časovnih od-
sekov implementiramo s pomočjo ogrodja Svelte, saj lahko tako izkoristimo
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vse prednosti ogrodja. Poenostavljeno strukturo komponente predvajalnika
prikazujeta izseka na slikah 3.15 in 3.14.
Slika 3.14: Izsek kode, ki opisuje strukturo in obliko komponente predvajal-
nika.
Izseka kode opisujeta zgolj okvirno strukturo komponente predvajalnika.
Za doseg popolne odzivnosti komponente, pokrivanje vseh robnih primerov in
implementacijo ostalih manǰsih funkcionalnosti je namreč potrebno precej več
kode. Kakor vidimo na sliki 3.14 je v korenu komponente predvajalnika ele-
ment tipa HTMLDivElement, ki ima vlogo vsebnika. Gumb za nadzor predva-
janja ter vsebnik valovne oblike sta prav tako tipa HTMLDivElement. Prvemu
nastavimo CSS razred, ki odraža stanje predvajalnika, da nastavimo ustrezno
ozadje. Prednost ogrodja Svelte pride do izraza, ko deklerativno povežemo
HTML element vsebnika z JavaScript spremenljivko wavesurferContainer.
Znotraj vsebnika valovne oblike s pomočjo direktive each, ki jo omogoča
ogrodje Svelte, dodamo komponento WavesurferRegion za vsak časovni od-
sek. Časovne odseke v komponenti predvajalnika hranimo v spremenljivki
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Slika 3.15: Izsek kode, ki opisuje logiko komponente predvajalnika.
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regions, ki jo nastavimo ob kreiranju komponente. Prav tako ob kreiranju
komponente predvajalnika podamo URL naslov zvočnega posnetka, ki ga hra-
nimo v spremenljivki z imenom url. Z oznako $ ogrodju Svelte sporočimo,
naj se blok kode znotraj oznake izvede ob vsaki spremembi spremenljivke,
ki je uporabljena v tem bloku. S tem lahko dosežemo, da se ob inicializa-
ciji objekta WaveSurfer ter vsaki spremembi URL naslova, zvočni posnetek
ponovno naloži. Enak pristop uporabimo pri nadzorovanju predvajanja. Ob
kliku na gumb za nadzor predvajanja se spremenljivka, ki hrani stanje pred-
vajanja, posodobi, kar sproži ali pa ustavi predvajanje zvočnega posnetka.
3.6.3 Komponenta časovnega odseka na časovnici
Slika 3.16: Struktura komponente časovnega odseka na časovnici.
V komponenti predvajalnika, ki jo predstavimo v preǰsnjem poglavju, zno-
traj direktive each uporabimo komponentno WavesurferRegion, ki imple-
mentira časovni odsek na časovnici. Okvirna struktura komponente časovne-
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ga odseka je prikazana na sliki 3.16. Za upravljanje levega odmika in širine
komponente uporabimo CSS spremenljivke, ki jih nastavimo preko atributa
style vsebnika komponente. Ogrodje Svelte poskrbi, da se tako nastavljene
vrednosti CSS spremenljivk ob vsaki spremembi posodobijo. Širino in odmik
levega roba vsebnika časovnega odseka izračunamo s pomočjo pomožne spre-
menljivke pxPerSec, ki označuje število horizontalnih pikslov v eni sekundi
prikaza valovne krivulje. To spremenljivko nastavimo ob kreiranju kompo-
nente. V preǰsnjem poglavju smo ta del zaradi preglednosti izpustili. Znotraj
vsebnika komponente dodamo tudi ročici za spreminjanje časovnega obsega
časovnega odseka (logiko spreminjanja obsega zaradi preglednosti ponovno
izpustimo).
Slika 3.17: Končni izgled komponente predvajalnika.
Končni izgled komponente predvajalnika skupaj s časovnimi odseki na
časovnici prikazuje spodnja slika. Implementirali smo vse zahtevane funkci-
onalnosti. Prvotni zasnovi uporabnǐskega vmesnika pa smo dodali indikator
povečave valovne krivulje (spodaj desno na sliki 3.17), indikatorja trenutnega
in preostalega časa predvajanja (prikažeta se zgolj med predvajanjem, ob za-
ustavitvi se po nekaj trenutkih skrijeta), ter indikator časa pod kazalcem
mǐske - viden, ko se z mǐsko zadržimo nad časovnico.
3.6.4 Komponenta transkripcije
Tudi komponenta transkripcije je eden izmed osnovnih gradnikov naše apli-
kacije, saj zajema logiko prikazovanja transkripcije in poteka. Slika 3.18
prikazuje izsek datoteke, v kateri definiramo komponento. Z uporabo di-
rektive each znotraj vsebnika komponente definiramo odseke, ki so predsta-
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vljeni z objektom HTMLSpanElement. Odsekom, katerih končni čas je manǰsi
od trenutnega časa predvajanja, priredimo CSS razred, ki poskrbi, da so ti
odseki prikazani z drugo barvo. Ob spremembi trenutnega časa predvaja-
nja se izračuna indeks tenutnega odseka. Ob vsaki spremembi trenutnega
časa predvajanja in indeksa trenutnega odseka se vnovič izračuna delež, ki
označuje potek tenutnega odseka.
Slika 3.18: Izsek kode kompenente transkripcije.
Najbolj zanimiv del komponente pa je zagotovo delno zapolnjevanje oza-
dja trenutnega odseka glede na prej izračunani delež. Za to uporabimo CSS
funkcijo linear-gradient, ki poskrbi, da se barva ozadja razpotega samo
za določeno širino odseka.
Prikaz vrstic in odstavkov dosežemo tako, da komponento transkrip-
cije ovijemo z nekim drugim elementom, ki mu nastavimo ustrezne odmike.
Končni izgled komponente transkripcije v načinu pregledovanja prikazuje
slika 3.19.
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Slika 3.19: Končni izgled komponente transkripcije v načinu pregledovanja.
3.6.5 Komponenta urejanja odsekov
Najzahtevneǰsa del rešitve diplomske naloge je bila prav implementacija po-
gleda za urejanje odsekov na pogledu transkripcije. Iskanje učinkovitega
načina označevanja delov besedila zahteva dalǰsi premislek. Na koncu se
odločimo za rešitev, kjer nad vsakim časovnim odsekom prikažemo pravoko-
tnik, ki ga predstavimo z absolutno pozicioniranim elementom tipa
HTMLDivElement. V primeru, da se besedilo nekega odseka razteza čez več
vrstic, nad vsako od teh vrstic postavimo drug pravokotnik. Na levi strani
prvega in na desni strani zadnjega pravokotnika (prvi pravokotnik je lahko
hkrati tudi zadnji), ki označuje nek odsek, prikažemo dodatna pravokotnika,
ki predstavljata ročici za spreminjanje obsega. Slika 3.20 prikazuje relativni
položaj transkripcije in pravokotnikov, ki označujejo odsek, v prostoru.
Slika 3.20 torej prikazuje načrt, ki ga realiziramo tako kot prikazujeta
izseka na slikah 3.21 in 3.22. Izseka kode pripadata komponenti, ki označuje
en odsek transkripcije. Komponenta dobi kot vhodni podatek zgolj bese-
dilo odseka, ki se ob vsaki spremembi razbije na seznam besed (seznam z
imenom words). Z uporabo direktive each te besede nanizamo v elemente
tipa <span>, katerih reference hranimo v seznamu z imenom wordElements.
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Slika 3.20: Prikaz transkripcije in odsekov v prostoru.
Ob vsaki spremembi tega seznama izračunamo koordinate pravokotnikov, ki
pokrivajo besedilo odseka. V primeru, da se besedilo raztega čez več vrstic,
potrebujemo za pokritje besedila več pravokotnikov - zato torej seznam z
imenom parts.
Pravokotnike nato v drugem delu HTML izseka, z uporabo direktive each,
prikažemo na zaslonu z absolutnim pozicioniranjem. Ker uporabljamo ab-
solutno pozicijo elementov, moramo za pravilen prikaz v starševski kompo-
nenti ustrezno nastaviti relativno pozicioniranje. V ustreznih pravokotnikih
prikažemo tudi ročici za spreminjanje obsega, ki ju predstavimo z dvema
HTML elementoma tipa <div>. Končni izgled komponente za prikaz tran-
skripcije z uporabo komponente za urejanje odsekov prikazuje slika 3.23.
3.7 Navodila za uporabo komponente
Ogrodje Svelte komponento pretvori v JavaScript kodo, ki se v brskalniku
izvaja brez odvisnosti na ogrodje. S pomočjo orodja webpack pa poskrbimo,
da komponento povežemo z vsemi ostalimi uporabljenimi knjižnicami in kot
rezultat procesa grajenja dobimo zgolj eno datoteko JavaScript. To datoteko
lahko statično serviramo na strežniku in jo nato vključimo v poljubno spletno
stran. V okviru diplomske naloge sem za statično serviranje končne datoteke
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Slika 3.21: Izsek kode, ki opisuje okvirno strukturo komponente urejanja
odsekov.
uporabil storitev Vercel, ki ponuja neprekinjeno integracijo z repozitorijem
git. Z vsako uveljavitvijo v glavno vejo se torej sproži postopek gradnje
komponente, ki je nato statično servirana.
Spodnji izsek kode vstavimo znotraj značke <head> naše spletne strani.
Ko se skripta ob izvajanju prenese v brskalnik, lahko do konstruktorja kom-
ponente dostopamo preko objektov window.TranscriptionPlayer in
TranscriptionPlayer.
<script src="https://svelte-transcription-player.vercel.app"/>
V JavaScript delu spletne strani lahko nato komponento inicializiramo kot
kaže spodnji izsek kode. Povezava do zvočnega posnetka ter transkripcija sta
obvezna parametra ob kreiranju komponente. Ostale parametre pa opisuje
tabela 3.1.
56 Gregor Štefanič











parameter tip privzeto opis
audio string undefined URL zvočnega posnetka.
transcription string, [] URL .json datoteke
array ali pa JavaScript seznam.
fontSize string "normal" "small", "normal" ali
"large"
fontConfigurable boolean false Uporabnik lahko spreminja
velikost pisave.
autoplay boolean false Samodejno predvajanje ob
spremembi obsega časovne
ga odseka na časovnici.
importEnabled boolean false Omogočenno uvažanje
transkripcije.
exportEnabled boolean false Omogočenno izvažanje
transkripcije.
playerHeight string "normal" "small", "normal" ali
"large"
backgroundColor string "F0F8FF" barva ozadja
primaryColor string "4353FF" Barva gumba za nadzor
predvajanja in barva poteka
predvajanja
secondaryColor string "D9DCFF" Sekundarna barva
regionColor string "7F7FFF" Barva časovnih odsekov
v načinu urejanja.
onEdited function undefined Povratni klic, ki se
sproži ob kliku na gumb za
potrdutev urejanja.
Tabela 3.1: Opis parametrov, ki jih sprejme komponenta.
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Slika 3.23: Končni pogled komponente za urejanje.
Format transkripcije je opisan v poglavju načrtovanja podatkovnega mo-
dela. Transkripcijo lahko podamo neposredno, kot seznam JavaScript ali pa
podamo URL povezavo do datoteke JSON. Privzeto se komponenta požene
brez dostopa do načina urejanja. Če želimo dostop do načina urejanja
omogočati, je potrebno ob kreiranju komponente med parametre dodati pa-
rameter onEdited. Parameter onEdited mora biti funkcija, ki kot prvi para-
meter prejme seznam, ki predstavlja transkripcijo, drugi in tretji parameter
pa sta povratna klica za uveljavitev sprememb oziroma za preklic. Slika 3.24
prikazuje končni izgled komponente predvajalnika v načinu urejanja.
3.8 Intergracija v obstoječo spletno stran
Kot smo omenili v sklopu opredelitve problema, bi radi razvili spletno apli-
kacijo za predvajanje narečnih govornih posnetkov in intuitiven prikaz tran-
skripcije. Končno rešitev želimo vključiti v obstoječo spletno stran, ki prika-
zuje interaktivno karto slovenskih narečnih besedil. Spletna stran je nastala
v okviru diplomske naloge [1], repozitorij projekta pa je javno dostopen [6].
Ker nimamo dostopa do produkcijskega strežnika, izvorno kodo prene-
semo na svoj računalnik in sledimo navodilom za postavitev okolja. Projekt
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Slika 3.24: Končni izgled komponente predvajalnika transkripcije.
temelji na strežniku Apache, MySQL podatkovni bazi in programskemu je-
ziku PHP, ki je uporabljen za implementacijo API vmesnika. Uporabnǐski
vmesnik pa je razvit z uporabo ogrodja Angular.js. Slika 3.25 prikazuje
strukturo projekta.
Glavna tabela v podatkovni bazi hrani podatke o posameznem narečju.
Za nas so najbolj pomembna polja, ki označujejo zvočni posnetek ter tran-
skripcijo. Transkripcija je shranjena v obliki navadnega tekstovnega polja,
medtem ko je zvočni posnetek definiran s datotečno potjo do zvočne dato-
teke na strežniku. Za hranjenje podatkov o časovnih odsekih transkripcije in
zvočnega posnetka bi bilo torej shemo potrebno razširiti z uporabo agrega-
cije. Po posvetu s skrbnikom spletne strani pa izberemo pristop, pri katerem
razširitev modela podatkovne baze ni potrebna. Podatke o časovnih odsekih
hranimo na datotečnem sistemu strežnika v datoteki tipa JSON, ki ima isto
ime kot pripadajoči zvočni posnetek.
V poglavju načrtovanja podatkovnega modela 3.4.1 smo določili, da pred-
vajalnik transkripcije prejme seznam objektov, ki hranijo čas začetka in konca
časovnega odseka ter besedilo odseka. Skupno besedilo vseh odsekov pa je
60 Gregor Štefanič
Slika 3.25: Struktura projekta obsoječe spletne strani.
enako transkripciji. Da se izognemo podvajanju hranjenja podatkov (tran-
skripcija je v primeru te spletne strani namreč že shranjena v podatkovni
bazi) shemo datoteke JSON, ki jo hranimo na strežniku, prilagodimo. Na-
mesto besedila odseka hranimo odmik prve besede in število besed, ki jih
vsebuje določen časovni odsek. Na podlagi transkripcije iz podatkovne baze
ter datoteke JSON na strežniku generiramo ustrezen format, ki ga podpira
predvajalnik transkripcije.
V direktoriju resources torej ustvarimo nov direktorij, v katerem hra-
nimo datoteke JSON. Poimenujemo ga sections. Datoteko z izvorno kodo
predvajalnika transkripcije dodamo v direktorij vendors in jo s pomočjo
značke <script> vključimo v krovno datoteko index.html. V komponento
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Slika 3.26: Izsek kode, ki prikazuje direktivo predvajalnika transkripcije.
Angular.js, ki prikazuje pogled z možnostjo predvajanja narečnega posnetka,
namesto obstoječega predvajalnika vstavimo direktivo predvajalnika tran-
skripcije 3.26. Direktivi podamo parametra, ki označujeta povezavo do
zvočnega posnetka ter generirano transkripcijo v ustreznem formatu. Ker
gre na tem mestu zgolj za pregledovanje, povratnega klica onEdited ni po-
trebno definirati. Slika 3.27 prikazuje uporabnǐski vmesnik pred integracijo
predvajalnika transkripcije. Medtem ko slika 3.28 prikazuje stanje spletne
strani po integraciji novega predvajalnika.
Uredniki spletne strani imajo dostop dodatnega vmesnika, ki je namenjen
urejanju podatkov o narečjih, zato je predvajalnik transkripcije potrebno
vključiti tudi v ta del. V komponento, ki je zadolžena za prikaz vmesnika za
urejanje, vključimo direktivo predvajalnika transkripcije na enak način kot
v primeru pregledovanja. Za dostop do načina urejanja in sinhroniziranja
pa je sedaj potrebno ob inicializaciji predvajalnika registrirati povratni klic
onEdited, v katerem poskrbimo za uveljavitev sprememb v podatkovni bazi
ter datoteki JSON, ki hrani podatke o časovnih odsekih. Programski vmesnik
spletne strani razširimo tako, da omogočimo shranjevanje časovnih odsekov
v ustrezen direktorij na strežniku. Slika 3.29 prikazuje logiko shranjevanja
časovnih odsekov v obliki datoteke JSON. Funkcija saveSections prejme
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Slika 3.27: Uporabnǐski vmesnik za pregledovanje pred integracijo.
parametra, ki označujeta časovne odseke transkripcije ter ime končne dato-
teke. Na podlagi prejetih parametrov generiramo absolutno pot do datoteke
in vanjo zapǐsemo vsebino. Proceduro za shranjevanje časovnih odsekov po-
kličemo na ustreznih mestih v komponenti za urejanje podatkov o narečju.
Sliki 3.30 in 3.31 prikazujeta stanje uporabnǐskega vmesnika pred in po inte-
graciji predvajalnika transkripcije v pogled za urejanje podatkov o narečju.
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Slika 3.28: Uporabnǐski vmesnik za pregledovanje po integraciji.
Slika 3.29: Izsek kode, ki prikazuje shranjevanje časovnih odsekov v obliki
JSON datoteke.
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Slika 3.30: Uporabnǐski vmesnik za urejanje podatkov o narečju pred inte-
gracijo.




Cilj diplomske naloge je bil izdelati spletno orodje, ki na intuitiven način
uporabniku prikaže zvočni posnetek in pripadajoče besedilo. V ta namen
smo si najprej ogledali digitalni zapis zvoka in načine vizualizacije zvočnih
posnetkov. Ugotovili smo, da je ljudem najbolj intuitivna predstavitev zvoka
kar vizualizacija surovih zvočnih podatkov - torej valovna oblika. To gre
pripisati povezavi med zaznano intenziteto zvoka ter amplitudo nihanja tlaka,
kar je navsezadnje tudi definicija zvočnega valovanja.
V praktičnem delu diplomske naloge smo najprej opredelili problem reše-
vanja in nato nadaljevali z zajemom zahtev programske rešitve. Vsako funk-
cionalnost smo natančno definirali in opisali uporabnǐske tokove. Poseben
poudarek smo posvetili izbiri podatkovnega modela za hranjenje podatkov
transkripcije ter zasnovi intuitivnega uporabnǐskega vmesnika, ki podpira dva
načina delovanja. Spletna aplikacija je namreč namenjena tako urednikom,
ki lahko urejajo transkripcijo in jo ročno sinhronizirajo z zvočnim posnetkom,
kot tudi nepriviligiranim uporabnikom, ki imajo zgolj pravico do predvajanja
in pregledovanja transkripcije.
Pred začetkom implementacije smo argumentirali izbiro ogrodja za razvoj
spletnih komponent. Namesto trenutno bolj popularnih ogrodij, ki v večini
uporabljajo pristop virtualnega DOM objekta, smo izbrali ogrodje Svelte,
ki poskrbi za relativno majhno končno velikost aplikacij brez programskih
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odvisnosti od samega ogrodja.
Osrednji del implementacije programske rešitve sta bila razvoj kompo-
nente za spreminjanje obsega odsekov in integracija predvajalnika wavesu-
rfer.js. Slednji namreč poleg predvajanja zvočnih posnetkov v brskalniku
podpira tudi vizualizacijo valovne oblike zvoka. Zaradi določenih omejitev
prikaza odsekov na valovni obliki smo bili sicer primorani knjižnico wavesu-
rfer.js dodatno razširiti.
V končni aplikaciji smo podprli vse zahtevane funkcionalnosti. V ob-
stoječo spletno stran jo lahko vključimo z minimalno količino dodatne kode,
pri čemer ji ob inicializaciji podamo povezavo do zvočnega posnetka, tran-
skripcijo zvoka ter ostale parametre, s katerimi urejamo izgled.
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