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Resumen. En el desarrollo de software para sistemas domóticos existen ciertos conceptos susceptibles 
de ser reutilizados en distintos desarrollos o proyectos. Esta reutilización debe aprovecharse desde las 
primeras etapas de desarrollo y es por ello que en este artículo se propone iniciar el desarrollo de una 
nueva aplicación a partir de la reutilización de requisitos existentes y previamente catalogados. Cada 
uno de estos requisitos ha sido asociado con su correspondiente especificación gráfica, representada a 
través de un Lenguaje Específico del Dominio (DSL). Es decir, cada requisito tiene asociado un 
fragmento de modelo DSL, de esta manera, quedan catalogadas las soluciones parciales a cada 
requisito domótico y al reutilizar los requisitos se reutiliza de forma indirecta fragmentos del modelo. 
 
1. Introducción 
La Ingeniería de Requisitos es una disciplina en auge, 
que ha demostrado su capacidad de influencia en la 
mejora de la productividad y calidad en los procesos 
y productos software. Dentro de esta disciplina es de 
especial interés la reutilización de requisitos El 
propósito de la reutilización de requisitos es 
identificar descripciones de sistemas que puedan ser 
reutilizadas (en su totalidad o en parte) con un 
mínimo número de modificaciones, de manera que se 
reduzca el esfuerzo total de desarrollo. Este nivel de 
reutilización puede aportar grandes beneficios.  
Actualmente la forma más utilizada de representación 
de requisitos es el lenguaje natural, pero además de 
los problemas inherentes al lenguaje natural, se 
constata que la diversidad de formatos de requisitos 
es una restricción para su reutilización y por otro lado 
en se afirma que, cualquier diagrama o especificación 
que permita hacer los requisitos visibles incrementan 
la posibilidad de reutilización. 
Con estas hipótesis de partida se ha considerado más 
que necesario que la fase de captura de requisitos se 
realice haciendo uso de modelos gráficos que 
permitan a su vez catalogar y almacenar los requisitos 
para su uso y reutilización en futuros desarrollos. 
Para ello es necesaria una herramienta de soporte 
para la gestión de requisitos en general. 
Varios autores señalan la ausencia de soluciones 
prácticas a la reutilización de requisitos con 
herramientas comerciales y presentan guías para 
reutilizar y clasificar requisitos. 
Siguiendo con estas indicaciones se ha creado una 
metodología de desarrollo que permite al usuario 
desarrollar una nueva aplicación a partir de la 
reutilización de requisitos existentes y previamente 
catalogados. Cada uno de estos requisitos ha sido 
asociado con su correspondiente especificación 
gráfica, representada a través de un Lenguaje 
Específico del Dominio (DSL). Es decir, cada 
requisito tiene asociado un fragmento de DSL, de 
esta manera, quedan catalogadas las soluciones 
parciales a cada requisito domótico. 
Un fragmento forma parte de un modelo completo en 
el sentido de que lleva a cabo parte de la 
funcionalidad deseada. Es posible que un fragmento 
sea sintáctica o semánticamente incompleto. Por lo 
tanto, las reglas de integridad deben estar 
desactivadas temporalmente con el fin de facilitar la 
integración de estos fragmentos en un modelo de 
aplicación. 
Al construir una nueva aplicación, el usuario debe 
inspeccionar dicho catálogo de requisitos 
identificando los requisitos que va a reutilizar del 
mismo. Al hacerlo, reutiliza las soluciones adoptadas 
con el DSL en el desarrollo de aplicaciones 
anteriores. Por último, todos los fragmentos del DSL 
(reutilizados y nuevos), se integran en un único 
modelo sobre el cual se realizarán una serie de 
transformaciones que nos permitirán obtener la 
aplicación final. 
2. Catálogo de requisitos 
En el desarrollo de sistemas domóticos es habitual 
que los requisitos básicos estén repetidos o que sean 
muy parecidos entre distintos proyectos. Por esta 
razón se ha pensado en crear un catálogo que permita 
reutilizar requisitos entre los distintos sistemas 
domóticos desarrollados. En la literatura podemos 
encontrar múltiples alternativas para reutilización de 
requisitos, algunas de ellas incluyen sus propios 
metamodelos que permiten reflejar los conceptos 
relevantes para cada trabajo. Nosotros hemos optado 
por la sencillez y tomando algunos de los trabajos 
existentes como referencia se ha adoptado el 
siguiente metamodelo mostrado en la figura 1. 
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Este metamodelo, tiene una versatilidad suficiente 
con una estructura simple que podría ser aplicado 
también a otros dominios.  
 
Figura 1. Metamodelo de requisitos adoptado 
El elemento raíz es "Catalogue", donde se incluyen el 
conjunto de requisitos. Cada uno de estos requisitos 
incluye un nombre, una descripción y un 
procedimiento de validación para el usuario con el fin 
de validar si el sistema cumple la funcionalidad 
esperada.  
Los requisitos normalmente se encuentran 
fuertemente relacionados entre ellos, por lo que se 
incorporó una EClass "Relationship" que permite 
relacionar varios requisitos entre sí. El tipo de 
relación entre requisitos se identifica con el elemento 
"TypeOfRelationship".  
Para el caso de dominio domótico hemos creado un 
catálogo dividido en cuatro grandes categorías de 
requisitos: Confort-luces (iluminación), confort-
motorización (para dispositivos móviles a través de 
motores, como por ejemplo persianas, pantallas de 
proyección, toldos, etc), confort-Climatización y por 
último, seguridad (para dispositivos como alarmas, 
envíos de mensajes, detectores, etc). Los requisitos de 
comunicación no han sido separados en una categoría 
específica dado que son transversales al resto de 
requisitos catalogados en las otras cuatro categorías. 
Cada uno de los requisitos tiene asociado un 
fragmento de modelo DSL donde se representa en 
notación gráfica el requisito. Esta asociación se ha 
realizado de forma manual y la selección actual de 
los requisitos del catálogo también se realiza de 
forma manual, aunque se esta desarrollando (en 
colaboración con la Universidad de Murcia) un 
plugin en java que permitirá en un futuro poder 
realizar la selección de una forma automática.  
De esta manera, a la hora de desarrollar una 
aplicación sólo se debe seleccionar los requisitos 
necesarios del catálogo y automáticamente se genera 
un modelo inicial de aplicación en notación DSL 
(véase Figura 3). Este modelo puede ser modificado 
posteriormente para refinar el modelado de la 
aplicación.  
Cada una de las correspondencias entre requisito y 
elementos del DSL se han trazado con el fin de poder 
realizar un seguimiento de estos requisitos a lo largo 
del ciclo de vida de desarrollo del software para el 
sistema domótico y poder gestionar un control de 
cambios exhaustivo. 
 
Figura 2. Esquema de los pasos necesarios para usar el catálogo de 
requisitos 
4. Conclusiones 
En este documento se presenta un enfoque que 
permite incrementar el reúso de modelos a través de 
requisitos genéricos. Para ello se ha creado un 
catálogo de requisitos domóticos cuya representación 
gráfica se corresponde con la definida en el DSL 
domótico Habitation. Estos representaciones gráficas 
se corresponden con fragmentos de modelos, de 
modo que se puede aprovechar la etapa de análisis de 
requisitos para crear una primera aproximación del 
modelo del sistema y de este modo integrar toda la 
etapa de requisitos en un framework domótico 
completo junto con las distintas herramientas creadas 
para cubrir las necesidades de cada fase del ciclo de 
vida. Estas herramientas incluyen (1) un DSL para la 
creación de modelos de requisitos domóticos, (2) un 
modelo intermedio de componentes para reducir la 
complejidad y facilitar la confluencia con otros 
dominios de sistemas reactivos, (3) modelos para las 
plataformas específicas de ejecución y (4) un 
conjunto de transformaciones para refinar los 
modelos de requisitos, pasando por los diferentes 
niveles de abstracción, hasta obtener código 
ejecutable. Y todo esto extendido con mecanismos de 
trazabilidad de todos los modelos involucrados en el 
proceso.  
Como líneas futuras sería interesante contar con una 
herramienta que permita poder realizar la trazabilidad 
de forma automática de los requisitos con sus 
correspondientes elementos del fragmento de modelo 
gráfico definido con el DSL. Así como la 
composición del modelo gráfico de la aplicación. 
Actualmente estos procesos se realizan manualmente 
y pueden estar expuestos a posibles fallos humanos. 
Una posible forma de realizar esta automatización 
sería a través de transformaciones de modelos usando 
el lenguaje ATL por ejemplo, aunque al tratarse de 
modelos gráficos también se podría contemplar el uso 
de herramientas para transformación de grafos. 
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Figura 3. Ejemplo de reúso de fragmentos de modelos domótico 
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