An assembly line system is a manufacturing process in which interchangeable parts are added to a product in a sequential manner to produce a finished product. In the past decades, robots have been extensively applied in assembly lines as called robotic assembly lines. An assembly robot can work 24 hours a day without worries or fatigue. Goals for implementation of robotic assembly lines include high productivity, quality of product, manufacturing flexibility, safety, decreasing demand of skilled labor, and so on. Usually, specific tooling is developed to perform the activities needed at each station. Such tooling is attached to the robot at the station. In order to avoid the time waste required for tool change, the design of the tooling can take place only after the line has been balanced. Different robot types may exist at the assembly facility. Each robot type may have different capabilities and efficiencies for various elements of the assembly tasks. Hence, to allocate the best fitting robot for each station is critical for the performance of robotic assembly lines.
An assembly line system is a manufacturing process in which interchangeable parts are added to a product in a sequential manner to produce a finished product. In the past decades, robots have been extensively applied in assembly lines as called robotic assembly lines. An assembly robot can work 24 hours a day without worries or fatigue. Goals for implementation of robotic assembly lines include high productivity, quality of product, manufacturing flexibility, safety, decreasing demand of skilled labor, and so on. Usually, specific tooling is developed to perform the activities needed at each station. Such tooling is attached to the robot at the station. In order to avoid the time waste required for tool change, the design of the tooling can take place only after the line has been balanced. Different robot types may exist at the assembly facility. Each robot type may have different capabilities and efficiencies for various elements of the assembly tasks. Hence, to allocate the best fitting robot for each station is critical for the performance of robotic assembly lines.
In this paper, we also consider a hybrid GA approach for solving rALB-2 problems. We not only focus on the design of GA to minimize the cycle time of the assembly systems, but also hammer at the key point of improvement of assembly system depended on the final result analysis. We propose a hybrid genetic algorithm (hGA) to solve the rALB with minimizing the cycle time. The GA uses partial representation technique, that is, the coding space only contains a part of the feasible solutions, in which the optimal solution is included. New crossover and mutation operators are also developed to adapt to the specific chromosome structure and the nature of the problem. In order to strengthen the search ability, a local search procedure works under the framework of GA, this only investigates the neighbor solutions that have possibilities to improve the solutions of current population.
A feasible solution and the best solution for a simple example are shown in Fig. 1 and Fig. 2 .
We can see the best solution got the balancing for the line by comparing with the feasible solution. In the real world, the assembly line is not just for producing one unit of the product. It should produce several units. So we give the Gantt chart with 3 units for analyzing the solution just like Fig. 3 , which is shown at the beginning. We can see the solution reduce the waiting time for the line by comparing with the feasible solution from Fig. 4 . It also means the better solution got the balancing for the assembly line.
The performance of proposed method is validated through simulation experiments. The simulation shows that our algorithm is computationally efficient and effective to find the best solution. The solution obtained by our algorithm outperforms the results from previous works. 
Introduction
An assembly line system is a manufacturing process in which interchangeable parts are added to a product in a sequential manner to produce a finished product. Assembly lines are the most commonly used method in a mass production environment, because they allow the assembly of complex products by workers with limited training, by dedicated machines and/or by robots. The installation of an assembly line is a long-term decision and usually requires large capital investments. Therefore, it is important that an assembly line is designed and balanced so that it works as efficiently as possible. Most of the work related to the assembly lines concentrate on the assembly line balancing (ALB). The ALB model deals with the allocation of the tasks among stations so that the precedence relations are not violated and a given objective function is optimized.
Since the ALB model was first formulated by Helgeson et al. (1954) (1) , mnay versions of ALB arise by varying the objecitve function (2) : Type-F is an objective independent problem which is to establish whether or not a feasible line balance exists. Type-1 and Type-2 have a dual relationship; the first one tries to minimize the number of stations for a given cycle time, and the second one tries to minimize the cycle time for a given number of stations .
Type-E is the most general problem version, which tries to maximize the line efficiency by simultaneously minimizing the cycle time and a number of stations . Finally, Type-3, 4 and 5 correspond to maximization of workload smoothness, maximization of work relatedness and multiple objectives with Type-3 and Type-4, respectively (3) . Furthermore, most versions of above models are NP-hard (4) .
Recently, genetic algorithm (GA) and other evolutionary algorithms (EAs) have been successfully applied in a wide variety of ALB problems. Falkenauer and Delchambre (5) were the first to solve ALB with GAs. Following application of GAs for solving ALB model was studied by many researchers, e.g., Anderson and Ferris (6) , Rubinovitz and Levitin (7) , Gen et al. (8) , Bautista et al.
, Sabuncuoglu et al. (10) , Goncalves and Almeida (11) , Brown and Sumichrast (12) , and Nearchou (13) . However, most of the researchers focused on the simplest version of the problem, with single objective and ignored the recent trends, i.e., mixed-model production, u-shaped lines, robotic lines and etc, In the past decades, robots have been extensively applied in assembly lines as called robotic assembly lines. An assembly robot can work 24 hours a day without worries or fatigue. Goals for implementation of robotic assembly lines include high productivity, quality of product, manufacturing flexibility, safety, decreasing demand of skilled labor, and so on.
Usually, different robot types may exist at the assembly facility. Each robot type may have different capabilities and efficiencies for various elements of the assembly tasks. Hence, to allocate the best fitting robot for each station is critical for the performance of robotic assembly lines.
Rebinovitz and Bukchin (14) were the first to formulate the robotic assembly line balancing problem as one of the allocating equal amounts of work to the stations on the line while assigning the most efficient robot type from the given set of available robots to each station. Their objective is to minimize the number of stations for a given cycle time. Their later work (15) present a branch and bound algorithm for the problem. Bukin and Tzur (16) treat the problem with objective to minimize the total equipment cost, given a predetermined cycle time. An exact Branch and Bound algorithm is developed to solve moderate problems, meanwhile a branch-and-bound-based heuristic procedure is suggested for large problems. Tsai and Yao (17) proposed a heuristic approach for the design of a flexible robotic assembly line which produces a family of products. Kim and Park (18) extended the problem by considering additional constraints, i.e., due to limited space to store the parts and tools, restrictions for the joint assignment of tasks to stations are imposed. They proposed a mathematical formulation and a cutting plane procedure for this extension of the problem. Khouja et al. (19) suggested statistical clustering procedures to design robotic assembly cells. Nicosia et al. (20) considered the problem of assigning operations to an ordered sequence of non-identical stations under the constraints of precedence relationships and a given cycle time. The objective is to minimize the cost of the stations . This formulation is very similar to the rALB problem. The aforementioned rALB works have assumed that the cycle time is predetermined, and aimed at minimizing the number of stations or the cost of the assembly systems. Hence, these works are of the call of the Type 1 robotic assembly line balancing problem (rALB-1).
The type 2 robtic assemble line balancing problem (rALB-2) is to assign tasks to stations and to allocate robot for each station with the objective of minimum cycle time given the number of stations and available robots. Unlike general assembly lines, where actual processing times for performing activities vary considerably and optimal balance is rather of theoretical importance, the performance of robotic assembly lines depends strictly on the quality of its balance. As extended from simple ALB type-2, rALB-2 is also NP-hard.
Gao and Gen (21) proposed a hybrid GA for solving rALB-2, in which different robots may be assigned to the assembly line tasks, and each robot needs different assembly times to perform a given task due to its capabilities and specialization. They focused on the genetic operators adapted to the specific chromosome structure and the characteristics of the rALB problems.
In this paper, we also consider a hybrid GA approach for solving rALB-2 problems. Different with prophase works (21) , we not only focus on the design of GA to minimize the cycle time of the assembly systems, but also hammer at the key point of improvement of assembly system depended on the final result analysis. We propose a hybrid genetic algorithm (hGA) to solve the rALB-2. The rest of the paper is organized as follows. In Section 2, we formulate the mathematical model of rALB-2. The proposed GA for the problem is described in Section 3. In Section 4, introduce a local search proceudre. In Section 5, we demonstrate effectiveness comparing with different GA approaches. This paper gives the conclusion in Section 6.
Robotic Assembly Line Balancing Problem
The assembly of each product unit requires the execution of n tasks (indivisible elements of work). Precedence constraints partially specify the order in which the tasks have to be performed. They can be represented by an acyclic precedence graph which contains nodes for all tasks. As mentioned above, the type II robotic assembly line balancing problem usually occurs when changes in the production process of a product take place. In this case, the robotic assembly line has to be reconfigured using the present resources (such as robots) so as to improve it efficiency for the new production process. The problem concerns how to assign the tasks to stations and how to allocate the available robots for each station in order to minimize the cycle time under the constraint of precedence relationships.
Let assembly tasks (i=1, 2, …10) assigned on 4 stations. Robots (R 1 , R 2 , R 3 , R 4 ) are to be equipped on the 4 stations. Table 1 give the successores Suc(i) of each task i, and the processing time of each task t il processed by each robot. The Fig. 1 shows the precedence constrain of 10 tasks. A feasible solution are given for this example as Fig. 2 .
The balancing chart of the solution was drawn for analyzing the solution. Fig. 3 shows the idle time of the station 1, 2, 3 is very big, and it also means this line did not get the balancing for producing. In the real world, the assembly line is not just for producing one unit of the product. It should produce several units. We give the Gantt chart about 3 units for analyzing the solution just like Fig. 4 .
We can see the waiting time occurs in the Fig. 4 , and the waiting time means the idle time in the line. For example, the part waiting is occurred when the maximum processing time of the station, which is before the current station, is larger than the processing time of the current station. It means the current station will wait for the parts to process, which come from the anterior station. The processing waiting is occurred when the processing time of the current station is smaller than the processing time of the next station. It means the parts which were produced by the Both of the waiting time is the idle time of the assembly line. We want to reduce it by getting the balance of the line. The following assumptions are stated to clarify the setting in which the problem arises: A1. The precedence relationship among assembly activities is known and invariable.
A2. The duration of an activity is deterministic. Activities can not be subdivided.
A3. The duration of an activity depends on the assigned robot. A4. There are no limitations on assignment of an activities or a robot to any station. In case a task can not be processed on a robot, the assembly time of the task on the robot is set to a very large number.
A5. A single robot is assigned to each station. A6. Material handling, loading and unloading times, as well as set-up and tool changing times are negligible, or are included in the activity times.
A7. The number of stations is determined by the number of robots, since the problem aims to maximize the productivity by using all robots at hand.
A8. The line is balanced for a single product. The notation used in this section can be summarized as follows: The objective (1) is to minimize the cycle time (C T ). Inequity (2) represents the precedence constraints. It ensures that for each pair of assembly activities, the precedent cannot be assigned to a station behind the station of the successor, if there is precedence between the two activities. Equation (3) ensures that each task has to be assigned to one station. Equation (4) ensures that each station is equipped with one robot. Equation (5) ensures that each robot can only be assigned to one station.
Order-Based GA for rALB
Genetic algorithms (GAs) are powerful and broadly applicable stochastic search and optimization techniques based on principles from evolutionary theory (22) . GA's have been applied to solve various assembly line balancing problems (23) - (25) . We divide this algorithm into 3 phases. It is as follows: Phase 1: Deciding Task Sequence 1.1 Order encoding for task sequence: A GA's structure and parameter settings affect its performance. However, the primary determinants of a GA's success or failure are the coding by which its genotypes represent candidate solutions and the interaction of the coding with the GA's recombination and mutation operators.
A solution of the rALB problem can be represented by two integer vectors. Task sequence vector (v 1 ), which contains a permutation of assembly tasks, ordered according to their technological precedence sequence, and robot assignment vector (v 2 ). The solution representation method can be visually illustrated as in Fig. 6. 1.2 Reordering procedure: Considering precedence constraints, a task sequence may be infeasible since a precedent may appear before its successors. The reordering procedure will repair it into a feasible one before it is divided m parts to form a solution in the phase 1. The reordering procedure is shown in procedure 1. cycle time based on the robot assignment vector. Here, a cycle time is said to be feasible if all the tasks can be allocated to the stations by allowing as many tasks as possible for each station under the constraint of the cycle time. The procedure to calculate the upper bound of cycle time is illustrated in procedure 2, and the bisection method to find out the optimal cycle time is shown in procedure 3. After calculating the optimal cycle time, it is easy to generate the breakpoints on the task sequence to divide it into m parts, each of which will correspond to a station, based on the robot assignment vector. Therefore, the tasks assigned for each station are determined according to a chromosome, and the cycle time can be calculated. A example of breakpoint decoding is showed in Fig. 7 .
Phase 2: Assigning Robots to Station 2.1 Order encoding for robot assignment: A solution of the rALB problem can be represented by two integer vectors. In this phase, we code the robot assignment vector (v 2 ), which indicates the robot assigned for each station. The solution representation method can be visually illustrated as in Fig. 6 . The coding space takes an exponential growth with the length of the chromosome; therefore, even one allele saved in the chromosome can decrease the coding space significantly. An obvious advantage to intentionally omit breakpoint vector, which is used in recently research, in the chromosome is that the coding space is dramatically decreased. As a result, the speed to find the global optimal is accelerated.
Breakpoint decoding:
In this phase, this robot assignment vector (v 2 ) will decode into a solution with the task sequence vector (v 1 ), simultaneously by the breakpoint decoding procedure. It means when the tasks are assigned into each station, the robots will be assigned into each station at the same time. In the real world, the assembly line is not just for producing one unit of the product. It should produce several units. So we give the Gantt chart with 3 units for analyzing the solution just like Fig. 9 , which is shown at the beginning. We can see the solution reduce the waiting time for the line by comparing with the feasible solution from Fig. 4 . It also means the better solution got the balancing for the assembly line.
Crossover Operators
In genetic algorithms, crossover recombines two chromosomes to generate a number of children. Offspring of crossover should represent solutions that combine substructures of their parental solutions (25) . In this paper, we use to kind of crossover methods: exchange crossover and mixed crossover. The detailed explanation of OX and PMX is introduced in (25) .
A. Exchange Crossover:
A good schedule could be expected by exchanging task sequence and robot assignment schemes between a pair of parents. This kind of crossover is accomplished by selecting two parents and exchanging the task sequence vectors of the two parents to generate offspring.
B. Mixed Crossover: The mixed order crossover consists of two crossover methods: Order Crossover (OX) and Partial-Mapped Crossover (PMX). For the rALB chromosome, the task sequence vector and the robot assignment vector are both of the style of permutation representation. Yet, the useful features of the task sequence vector and the robot assignment vector are different.
• For the task sequence vector, the useful feature of permutation representation to represent a rALB solution is the order information among the tasks.
• For the robot assignment vector, the acting feature is the number at each allele which indicates the robot no. assigned for a specific station.
Mutation Operators
In this study, two kinds of mutation operators are implemented: allele-based mutation and immigration mutation. For both the robot task sequence and robot assignment vectors, allele-based mutation randomly decides whether an allele should be mutated in a certain probability. Then, another position will be generated at random to perform exchange values with the mutated allele. In contrary to the canonical gene-by-gene mutation with very small probability at each generation, immigration mutation randomly generates one or more new members of the population from the same distribution as the initial population. This process prevents premature convergence of the population, and leads to a simple statement of convergence.
Fitness Evaluation
How to evaluate the fitness of chromosome is also key issue for GAs. In the most researches, objective function is used for fitness evaluation. However, the effective fitness function have to be different function and suitable to different problems. A central problem of fitness definition is how to guide to the most promising areas from the individuals of current generation. The characteristic of ALB problems are: (1) We can calculate several different schedules with same cycle time. That means other conditions, such as idle time and total processing time are different, though the cycle time is same. For improvement of ALB, we also have to improve other conditions, not only cycle time. (2) General, the solutions with better fitness of idle time and total processing time also can create better fitness of cycle time. We define the fitness function with considering not only the objective function (cycle time), but also idle time and total processing time. It is useful to guide to the most promising areas depending on the wide conditions from the individuals of current generation. we first define the fitness value f 1 
Local Search Procedure
Two individuals with high fitness values are likely to have dissimilar machine assignment and operation sequences, and the recombination may result in offspring of poor performance. This means that the genetic operations by themselves have limited ability in finding the global optimal solution. Many researchers have found that the convergence speed of simple GAs is relatively slow (22) . One promising approach for improving the convergence speed to the global optimum is the use of local search in GAs (27) .
In this study, two local search methods are proposed to enhance the search ability of GA. Both the two local search methods are based on critical stations in order to improve their effectiveness and efficiency.
Task Sequence Search
Let s(i) be the station to which task i is assigned. First we introduce the logical function then the exchange between tasks i and j is called worthwhile. The task sequence search is as follows: step 1. Decode the chromosome and identify a critical station l*; step 2. For a task i that assigned to the critical station l*, look for a task j that is not assigned to station l*, and is exchangeable with task i. step 3. Repeat Step 2 until the exchange between tasks i and j is worthwhile or all the tasks in the critical station are tried. step 4. Repeatedly perform the above search steps until the chromosome cannot be improved any more.
Robot Assignment Search
Let N(i) denote the set of machine assignment neighborhood of solution i. The enlarged two-pace machine assignment neighborhood is defined as the union of the neighborhood of each robot assignment neighbor of solution i During the robot assignment search, the local search will implement over two-pace neighborhood when it reaches the local optima of one-pace neighborhood, and is called two-pace robot assignment search. During the robot assignment search, when the local optima of two-pace robot assignment neighborhood is reached, the neighbors of the two-pace local optima are improved by the task sequence search to help the robot assignment search escape from the local optima. Since the size of the two-pace neighborhood is very large and the task sequence search is very computationally complex, to improve each neighbor solution by task sequence search needs a great computation time. Therefore, only those neighbor solutions that are local optimums of the two-pace robot assignment neighborhood are improved by task sequence search so as to save computation time.
Numerical Experiments
In the literature, no benchmark data sets are available for rALB. We collect 8 representative precedence graphs from (29) , which are widely used in the sALB-1 literature (30) . These precedence graphs contain with 25-297 tasks. From each precedence graph, 4 different rALB-2 problems are generated by using different WEST ratios: 3, 5, 7, 10, 15. WEST ratio, as defined by Dar-EI (31) , measures the average number of activities per station. For each problem, the number of station is equal to the number of robots, and each task can be processed on any robot. The task time data are generated at random, while two statistical dependence are maintained: (1) statistical dependence of task times on the task type, (2) statistical dependence of task times on the robot on which the task is processed.
To validate the effectiveness of our hybrid GA, we compare our approach with Levitin et al.'s two algorithms. Recently, Levitin et al. (26) develop an efficient approaches for rALB problems. It is similar research with our purpose, aims to achieve a balanced distribution of work between different stations (balance the line) while assigning to each station the robot best fit for the activities assigned to it. Levitin et al. proposed two algorithms named as recursive assignment method and consecutive assignment method. If we look each robot as one type and deleting this type from the total types of robots when the robot is allocated for a station, Levitin et al.'s two algorithms can be adapted to solve the 32 rALB-2 problems here. Hence, the two algorithms proposed by Levitin et al. are also used to solve the 32 problems. All the simulation experiments were performed on Pentium 4 processor (2.6-GHz clock). The adopted parameters of the hGA are listed as following: maximal generations maxGen=1000; population size popSize=100; exhange crossover probability Fig. 10 .
To clearly see the convergence performance of proposed approach, we give the evolutionary process of proposed approach and Levitin et al.'s two methods by combining 3 different scale test problems: small-scale test 35-12, middle-scale test 111-17 and large-scale test 148-21. The evolutionary processes are showed in Fig. 11 . As depicted in Fig. 11 , the convergence of proposed approach are faster than each of other approaches. The difference of convergence increased with increasing the test problems size. Furthermore, though Levitin et al.'s consecutive found the same result with proposed approach for test 111-17, but the convergence speed of proposed approach was faster. The simulations show that propose hybrid GA with combining local search approach is computationally efficient and effective to find the best solution and convergence speed.
Conclusions
Robotic assembly line has been an important manufacturing system in the modern era. The objective of this work is to develop an efficient solution for the robotic assembly line balancing problem. This solution aims to achieve a balanced distribution of work between different stations and assign to each station the robot best fit for the activities assigned to it. The result of such solution would be an increased production rate of the line.
A new representation method adapting the GA to the rALB-II problem was proposed. Advanced genetic operators adapted to the specific chromosome structure and the characteristics of the rALB problem were used. In order to strengthen the search ability, two kinds of local search were integrated under the framework the genetic algorithm. The coordination among the three kinds of local search was well considered. The neighborhood structure of the local search can be adjusted dynamically. The balance between genetic search and local search was also investigated. The performance of proposed method was validated through simulation experiments. The simulation showed that our algorithm is computationally efficient and effective to find the best solution. 
