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Prefacio ​/​ Abstract ​/​ Prefaci 
 
La tecnología es un bien preciado del ser humano que, desde hace dos siglos, se ha erigido como                  
un símbolo del progreso. La ingeniería informática juega en este campo un papel ciertamente              
protagonista: desde que los ordenadores forman parte de la sociedad se les ha asignado              
responsabilidades cada vez más elevadas. Para simplificarlo: se puede afirmar que​nos ayudan             
a vivir mejor​. 
 
Nadie puede negar que los avances técnicos suponen una mejora en la calidad de vida, pero                
¿acaso eso es todo? ¿es la informática sólo una herramienta para facilitar la vida? Cabe               
preguntarnos esto cuando, hoy en día, la tecnología también puede ser considerada como una              
herramienta ​creativa​. Películas, videojuegos, música… son artes en las que la ingeniería            
informática ha adquirido una relevancia fundamental. 
 
Y es que para muchos grandes pensadores, el arte es el propósito más elevado al que puede                 
aspirar el ser humano. Si la ingeniería informática nos da los medios para alcanzar ese               
propósito, también nos convierte en artistas. Con esa aspiración nace DungeonCat, el proyecto             
de ingeniería informática que al mismo tiempo es una pequeña pieza de arte. 
 
El videojuego, en efecto, es un arte. Se sirve de la cualidad del humano para interactuar con su                  
entorno con fines más allá de su supervivencia. Y lo hace para ofrecerle una nueva experiencia,                
le transporta a un mundo distinto y le hace formar parte de él. 
 
DungeonCat es un videojuego que convierte una aspiración artística en una realidad palpable y,              
al mismo tiempo, trata de demostrar una serie de conocimientos técnicos y de resolución de               
problemas que lo colocan como un producto tecnológico de alto nivel. A lo largo de las                
diferentes secciones que se encuentran a continuación se detallará qué es DungeonCat, su             
proceso de elaboración y cuál el resultado obtenido.  
 
 
 
«​Los jugadores son artistas que crean su propia realidad dentro del juego​» 
Shigeru Miyamoto, creativo de Nintendo. 
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Technology is a valuable resource of the human being which, for two centuries, has become a                
symbol of progress. Computer Engineering takes a main role here: since computers are among              
us, they have growing responsibilities. To put it simple, we can affirm ​they help us to live better​. 
 
No one can deny advance in technology means an improvement in quality of life. But is that all?                  
Are computers only a tool for making life easier? It is a reasonable question when, nowadays,                
technology can also be considered as a ​creative tool. Films, videogames, music… they all are               
arts deeply influenced by computers. 
 
Many philosophers say art is the ultimate purpose of the human being. If Computer Engineering               
give us the means for reaching that purpose, it also makes us artists. This is the main                 
motivation of DungeonCat, the project of Computer Engineering which, at the same time, is a               
small piece of art. 
 
In fact, videogames are art. They make use of human’s virtue for interaction with the               
environment for purposes beyond of the survival. Their achievement lies on offering a new              
experience, transporting the person to a different world and being part of it. 
 
DungeonCat is a videogame which takes an artistic ambition and transforms it into a palpable               
reality. At the same time, it is a prove of knowledge and abilities for solving problems. This                 
characteristic makes it a high level product of technology. Over the next sections in this               
document you will find what is DungeonCat, how it has been made, and the value of the                 
proposed solution. 
 
 
 
“Players are artists who create their own reality within the game.​» 
Shigeru Miyamoto, creative of Nintendo 
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La tecnologia és un bé preciós de l'ésser humà que, des de fa dos segles, s'ha erigit com un                   
símbol del progrés. L'enginyeria informàtica juga en aquest camp un paper certament            
protagonista: des que els ordinadors formen part de la societat se'ls ha assignat             
responsabilitats cada vegada més elevades. Per simplificar-ho, es pot afirmar que ens ajuden a              
viure millor. 
 
Ningú pot negar que els avenços tècnics suposen una millora en la qualitat de vida. Però per                 
ventura això és tot? És la informàtica només una eina per facilitar la vida? Cal preguntar-nos                
això quan, avui dia, la tecnologia també pot ser considerada com una eina creativa. Pel·lícules,               
videojocs, música ... són arts en què l'enginyeria informàtica ha adquirit una rellevància             
fonamental. 
 
I és que per a molts grans pensadors, l'art és el propòsit més elevat al que pot aspirar l'ésser                   
humà. Si l'enginyeria informàtica ens dóna els mitjans per aconseguir aquest propòsit, també             
ens converteix en artistes. Amb aquesta aspiració neix DungeonCat, el projecte d'enginyeria            
informàtica que al mateix temps és una petita peça d'art. 
 
El videojoc, en efecte, és un art. Es serveix de la qualitat de l'humà per interactuar amb el seu                   
entorn amb fins més enllà de la seva supervivència. I ho fa per oferir-li una nova experiència, el                  
transporta a un món diferent i li fa formar part d'ell. 
 
DungeonCat és un videojoc que converteix una aspiració artística en una realitat palpable. I, al               
mateix temps, tracta de demostrar una sèrie de coneixements tècnics i de resolució de              
problemes que el col·loquen com un producte tecnològic d'alt nivell. Al llarg de les diferents               
seccions que es troben a continuació es detallarà què és DungeonCat, el seu procés              
d'elaboració, i quin el resultat obtingut. 
 
 
 
«Els jugadors són artistes que creen la seva pròpia realitat dins del joc» 
Shigeru Miyamoto, creatiu de Nintendo. 
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1.​ Formulación del problema 
 
 
Como videojuego, DungeonCat es también un producto software. Su razón          
de ser tecnológica reside, por ende, en ofrecer una solución software a una             
serie de problemas. En este primer punto se definirá cuál es la posición de              
DungeonCat en su campo de estudio, ofreciendo una justificación como          
proyecto válido y valioso. 
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1.1.​ Contextualización 
El proyecto ‘DungeonCat: Desarrollo de un videojuego en dos dimensiones con técnicas                       
especializadas de IA’ se realiza como Trabajo Final de Grado (TFG) con fines totalmente                           
académicos para el Grado de Ingeniería Informática de la Facultad de Informática de                         
Barcelona (FIB). El presente documento incluye toda la información que concierne al                       
proyecto. 
 
Para satisfacer las exigencias académicas se han realizado una investigación, estudio y                       
adaptación de estructuras de datos, algoritmos y procedimientos computacionales                 
complejos críticos a través de la implementación de un videojuego en el motor gráfico                           
Unity 5. Este videojuego, como tal, es un producto de carácter multidisciplinar: en su                           
raíz es un software, pero también debe tratarse como un medio de expresión artística,                           
un entretenimiento o una demostración de innovación tecnológica. 
 
Una característica única en todo videojuego es que tiene que ser divertido o                         
interesante, siendo ésta en muchos casos su finalidad. Otra característica no menos                       
importante, inherente a todo producto software, es que debe de cumplir todos los                         
requisitos técnicos que se le exigen. En este proyecto se asegura el cumplimiento de                           
dichos requisitos técnicos, ya que éste es el objeto de estudio para el cual se presenta                               
el proyecto. De manera adicional, también se ha complementado con la característica                       
de ofrecer diversión o interés como producto de ocio que es el videojuego, así como                             
presentar una innovación conceptual en el mismo. 
 
El hecho de clasificar el proyecto dentro de la categoría de videojuego comporta una                           
serie de peculiaridades y temas a tratar. Entre ellas, se incluye terminología y                         
tecnicismos propios del videojuego que están especificados a continuación: 
 
➔ Jugador​: Usuario del videojuego. El jugador ejerce el control de algún elemento                       
del videojuego y toma decisiones, habitualmente con algún objetivo o finalidad. 
➔ Enemigo​: Elemento del videojuego asociado a una IA que trata de complicar la                         
consecución del objetivo al jugador. 
➔ Nivel, Mazmorra, Mapa​: Entidad espacial independiente con inicio y fin en la                       
que habitualmente se divide un videojuego, con obstáculos, puzles y/o enemigos                     
en el camino que pretenden ofrecer algún tipo de desafío al jugador. 
➔ Generación procedural​: Conjunto de métodos que crean información a través                   
de algoritmos, generalmente inteligentes. En videojuegos, la generación               
procedural permite expandir el contenido mediante la generación de niveles,                   
personajes, diálogos, gráficos o música. 
➔ Sistema basado en tiles​: Sistema de diseño de niveles en el cual el escenario                           
se representa en bloques fácilmente reutilizables y de bajo coste computacional.                     
Destaca por su eficiencia y simplicidad. 
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➔ Sprite​: Imagen que representa un elemento del videojuego 2D o parte de él,                         
como en el caso de las animaciones.  
➔ Animación​: En gráficos de dos dimensiones, una animación es una sucesión de                       
sprites que pretende dar una apariencia de movimiento. 
➔ Mecánicas​: Procedimientos o funcionalidades técnicas que dan distintas               
posibilidades o grados de decisión al jugador durante el juego.  
➔ Juego de sigilo, Stealth game​: Género de videojuegos cuyas mecánicas están                     
enfocadas a esquivar, burlar o engañar a los enemigos con el fin de pasar                           
desapercibido o derrotarlos sin combatir directamente con ellos. Los juegos más                     
célebres son ​Metal Gear Solid​, ​Splinter Cell​, ​Deus Ex ​o ​Mark of the Ninja​.  
➔ Game loop​: Bucle infinito en el que se basa la ejecución de todo videojuego. En                             
este bucle se capturan eventos (como el input) para disparar funciones de                       
manera asíncrona (como el movimiento del jugador). Su frecuencia de ejecución                     
suele encontrarse entre 30 y 60 frames por segundo. 
➔ Frames por segundo​: Frecuencia de refresco del videojuego. La frecuencia en                     
la que la pantalla es actualizada suele ir sincronizada con la frecuencia en la que                             
se ejecutan los scripts. 
 
1.2.​ Stakeholders 
Las partes interesadas (​stakeholders​) en este proyecto son las que participan en su                         
desarrollo o pueden verse influidas o beneficiadas por él. Son las siguientes: 
 
➔ El estudiante​: Andrés Jiménez Cuenca, estudiante de la Facultad de Informática                     
de Barcelona (UPC). Ha ideado, presentado y planificado este proyecto. Es                     
también el autor de este documento, pues forma parte de la documentación del                         
proyecto, presentado como Trabajo de Fin de Grado. El estudiante se encargará                       
del desarrollo, pues es su principal labor en este proyecto. 
➔ El director​: Carles Creus López, estudiante de doctorado del Departamento de                     
Ciencias de Computación de la Facultad de Informática de Barcelona (UPC).                     
Toma la responsabilidad de supervisar al estudiante, de evaluar los hitos y de                         
que el proyecto se realice de acuerdo a los objetivos estipulados. Para ello                         
asistirá al estudiante en asuntos principalmente técnicos y organizativos cuando                   
sea necesario. 
➔ El codirector​: Guillem Godoy Balil, profesor del Departamento de Ciencias de                     
Computación de la Facultad de Informática de Barcelona (UPC). Asistirá al                     
director y al estudiante en sus respectivas obligaciones. 
➔ Los usuarios​: Aquellos que puedan acceder al proyecto con fines académicos o                       
lucrativos una vez que éste esté finalizado. La documentación y todos los                       
archivos del proyecto serán accesibles de manera pública posteriormente para                   
ello. 
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1.3.​ La idea: Así nace DungeonCat 
DungeonCat no siempre fue una idea clara: ha surgido como producto de la necesidad                           
académica, pero también de la inspiración y del gusto por los videojuegos. 
 
En primera instancia, el estudiante quiso aprovechar la realización del Trabajo de Fin de                           
Grado como una oportunidad para desarrollar un proyecto que le resultara motivador,                       
que naciera de su vocación como ingeniero informático. De las disciplinas que entran en                           
el ámbito del Grado que nos ocupa, y más concretamente, de la especialidad escogida,                           
los videojuegos eran una posibilidad más que factible. 
 
En la propia definición de la especialidad en Computación de la Facultad de Informática                           
de Barcelona se señala lo siguiente: 
 
“Un graduado especializado en Computación habrá adquirido los conocimientos                 
necesarios para diseñar sistemas informáticos complejos y críticos en términos de                     
eficiencia, fiabilidad y seguridad. [...] La co­responsabilidad social que obliga a exigir                       
soluciones cada vez más eficientes, energéticamente o económica por ejemplo, hace del                       
informático con estas habilidades un profesional altamente valorado en ámbitos muy                     
diversos. Por ejemplo, en áreas como la robótica y la optimización de procesos en la                             
industria, los productos financieros y la predicción a la banca, la planificación de                         
infraestructuras en la administración pública, la experimentación científica y el                   
tratamiento de imágenes en centros de investigación biomédica, o ​la programación                     
de juegos​ y aplicaciones de la web a la industria propiamente informática.” 
 
De hecho, el programa de estudios de la FIB ofrece la asignatura Videojocs, relacionada                           
con la especialidad de Computación, que sirve como trampolín para aprender lo básico                         
en diseño y desarrollo de videojuegos. Una asignatura que colaboró a motivar al                         
estudiante para decidirse a realizar DungeonCat. 
 
Bajo este contexto, el estudiante comenzó a explorar las posibilidades de presentar un                         
videojuego que cumpliera las siguientes condiciones para ser apto como Trabajo de                       
Final de Grado: 
● Que sirva como demostración de conocimientos en Computación. 
● Que ocupe un lugar relevante en la escena actual del sector. 
● Que permita ser llevado a cabo en un tiempo razonable. 
● Que necesite pocos recursos artísticos y gráficos. 
● Que pueda desarrollarse en una tecnología puntera. 
 
La intersección de todas estas condiciones fue DungeonCat. 
➔ Incluye dos funcionalidades avanzadas relacionadas con la Computación: la                 
generación procedural de niveles y la Inteligencia Artificial de enemigos. 
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➔ La unión de estas dos funcionalidades da como resultado un producto novedoso,                       
escaso en el sector. 
➔ Es un sidescroller, es decir, sigue una de las arquitecturas más sencillas y                         
asequibles existentes. 
➔ Es en dos dimensiones, por lo que todos los recursos son sprites fáciles de                           
obtener por Internet. 
➔ Es apto para desarrollo en Unity, una herramienta de desarrollo de videojuegos                       
actual, popular y eficaz. 
 
 
1.4.​ Estado del arte 
En sí mismo, el videojuego es muchas cosas ­un producto de ocio, un arte, un derivado                               
tecnológico­ y especialmente compone la industria de entretenimiento con más                   
crecimiento en los últimos años y más éxito actualmente, por encima de otras como el                             
cine o la música. 
 
En el registro técnico que nos exige el Grado en Ingeniería Informática, el videojuego                           
debe entenderse como un producto software complejo, dependiente de las muchas                     
disciplinas informáticas y ciencias que lo complementan: gráficos, Inteligencia Artificial,                   
interfaces de control, juego en línea… son muchos los temas que componen un                         
videojuego y que tienen un desarrollo amplio y considerable. 
 
Sin embargo, no es objetivo de este documento analizar todas y cada una de las                             
características señaladas en profundidad. Sólo vamos a considerar de este modo las de                         
los dos problemas específicos en los que consiste el proyecto: la generación procedural                         
y la Inteligencia Artificial enemiga. De manera más tangencial se tratarán temas de                         
gráficos, diseño de videojuegos y desarrollo de videojuegos, sin los cuales sería                       
imposible explicar con corrección la finalidad de este proyecto. 
 
1.4.1.​ Generación procedural 
 
La generación procedural es un tema en auge en los últimos años, especialmente desde                           
la aparición de ​Minecraft​. Se está convirtiendo en un objeto de estudio muy valioso, ya                             
que permite compaginar el alto nivel de detalle gráfico con niveles y universos grandes                           
y variados sin implicar a diseñadores que elaboren cada pequeña área del escenario[1].  
 
El tipo de generador procedural más común, y cuya estructura es la principal referencia                           
para este proyecto, es la generación de niveles en tiempo de ejecución[2], una idea que                             
empezó con el videojuego ​Rogue y que hoy en día se sigue utilizando en muchísimos                             
12 
DungeonCat. 
Desarrollo de un videojuego en dos dimensiones  
con técnicas especializadas de IA 
 
más, siendo probablemente ​No Man’s Sky el más ambicioso hasta la fecha. La cantidad                           
de técnicas que alcanzan esta solución es muy amplia[3] y su investigación y desarrollo                           
están en alza[4][5]. Este proyecto ha tomado como referencia algunas soluciones                     
existentes en videojuegos que están en el mercado y han tenido un resultado                         
satisfactorio. 
 
1.4.2.​ IA enemiga 
La Inteligencia Artificial enemiga incluye todos aquellos algoritmos que tratan de dotar                       
de “vida” a personajes o entidades del videojuego que desafían al jugador. Es un campo                             
de investigación que existe prácticamente desde los primeros videojuegos, si bien                     
empezó a tomar relevancia cuando el hardware fue capaz de permitir cargas                       
computacionales considerables. Sin embargo, podría considerarse que el primer gran                   
logro de esta disciplina antecede a los videojuegos y fue con la máquina ​Deep Blue​[6];                             
no es exagerado afirmar que los videojuegos comparten con los juegos de mesa el                           
mismo componente competitivo basado en un sistema finito con reglas. Hoy en día,                         
este campo (también denominado Inteligencia Artificial de personajes no­jugables) está                   
en efervescencia y continuo crecimiento[7][8][9]. 
 
La IA enemiga en la que se profundiza en este proyecto es la de un autómata                               
inteligente, aquel oponente del jugador que trata de desafiar su objetivo, siempre en el                           
contexto del videojuego sidescroller que trabajará este proyecto. Se pueden señalar un                       
subconjunto de técnicas[10][11] que utilizan total o parcialmente algoritmos de                   
búsqueda, ​machine learning​, máquinas de estados… e incluso hay especificaciones más                     
concretas que buscan la eficiencia entre la IA enemiga y el contenido procedural como                           
en este proyecto[12]. En un sentido abstracto, todo se reúne en torno a una colección                             
de algoritmos que trabajan sobre grafos, interpretando el nivel como un grafo sobre el                           
que realizar operaciones. En todos los casos, este tipo de IA no busca tanto ser                             
inteligente (solucionar un problema), sino aparentar que lo es (aproximar una solución)                       
manteniendo un compromiso entre la eficiencia y la eficacia. 
 
Ya existen muy buenos juegos de sigilo ​sidescroller ​con geniales IA enemigas. ​Mark of                           
the Ninja o ​Stealth Bastard ​son buenos ejemplos de ello; como también son principales                           
referencias para este proyecto. También existen muy buenos juegos con generadores                     
procedurales. ​Rogue Legacy ​o ​Terraria son también grandes exponentes y también                     
referencias importantes. Este proyecto nace con la idea de fusionar funcionalidades de                       
ambas partes para dar como resultado un producto interesante y novedoso. 
 
La Inteligencia Artificial aplicada a videojuegos es un campo tan extenso como                       
profundo, y ha sido aprovechada por este proyecto para dar su particular                       
implementación de la misma a un problema relativamente genérico. 
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2.​ Solución propuesta 
 
 
 
En este punto se definirá a grandes rasgos cuál ha sido la solución             
obtenida, es decir, el resultado del proyecto. Para información en          
profundidad sobre cuál ha sido la planificación y metodología establecida,          
se ha dedicado el punto 3 “Planificación”. Para detalles sobre el desempeño            
y eficacia en la ejecución del mismo se ha dedicado el punto 4 “Ejecución”. 
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2.1.​ Consideraciones previas 
Dada la naturaleza del objeto de estudio, la solución propuesta requiere un método de                           
análisis un tanto especial. En primer lugar, porque el output producido por DungeonCat                         
no es fácilmente representable en un documento como éste: hablamos de un producto                         
que se juega, por lo tanto jugarlo es imprescindible para comprender el valor de la                             
solución que a continuación se expone. 
 
En segundo lugar, porque hay que contextualizar el nivel de sofisticación de los                         
algoritmos con el trabajo que finalmente realizan en el videojuego. El proyecto tiene                         
como objetivo principal demostrar conocimientos y habilidades técnicas asociadas con                   
el campo de la computación, pero siempre supeditados a satisfacer las funcionalidades                       
del producto: un videojuego. 
 
La finalidad de este proyecto es multidisciplinar, por eso debe contemplarse con                       
amplitud de criterio. El aspecto gráfico de DungeonCat no debe empañar la corrección                         
de la solución. Asimismo, que el juego resulte o no divertido de jugar es un aspecto                               
subjetivo que tampoco debe afectar a la valoración técnica del mismo; aunque al                         
mismo tiempo se deben comprender las razones de las decisiones técnicas tomadas                       
como argumentos para satisfacer el diseño jugable. 
 
Aclarados estos puntos, se procederá a presentar cuál ha sido la solución que otorga a                             
DungeonCat la validez esperada, dividida en las diferentes disciplinas que lo componen.                       
El orden de las siguientes sigue una lógica basada en un desarrollo software,                         
comenzando por el diseño del videojuego, estableciendo después el ámbito gráfico en el                         
que se mueve y finalizando por la implementación, en este caso, de los algoritmos, que                             
son el punto de estudio principal de DungeonCat. 
 
 
2.2.​ Diseño del videojuego: Framework MDA 
El esquema en el que se enmarca el diseño jugable de DungeonCat es el framework                             
MDA (​Mechanics, Dynamics, Aesthetics​) [13][14], un estándar ampliamente extendido. 
2.2.1.​ Tipo de juego 
DungeonCat se fundamenta en una base de diseño jugable ampliamente aceptada y con                         
muchos representantes en la industria: es un juego de desarrollo lateral con                       
plataformas, a menudo clasificados como “sidescroller” o “2D platformer”. El referente                     
más claro e inmediato es “Super Mario Bros.” de Nintendo: el jugador toma el control                             
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de un personaje dentro de un nivel en dos dimensiones en el que habitualmente hay                             
algún elemento que le supone un desafío. 
 
2.2.2.​ Mechanics 
Superar el desafío es el objetivo principal del jugador cuando toma el control, y está                             
íntimamente relacionado con las mecánicas de juego. Por un lado, el desafío se basa en                             
una serie de reglas: 
 
1. Necesidad de explorar un nivel nuevo en cada partida. 
2. Evitar perder al ser atacado por los enemigos y quedarse sin puntos de vida. 
3. Conseguir ganar al abrir todos los cofres repartidos por el nivel. 
 
El desafío que da entidad a DungeonCat como videojuego, el reto que ofrece al jugador,                             
se enmarca en el género de videojuego de sigilo, habitualmente definido como “stealth                         
games”. El jugador tiene que conseguir cumplir aquellos tres objetivos y para ello                         
dispone de varias mecánicas, que en conjunto entran dentro de la clasificación                       
mencionada: 
 
1. Movimiento y salto por el nivel. 
2. Capacidad para abrir los cofres. 
3. Esconderse utilizando las plataformas y utilizar una habilidad para volverse                   
invisible durante unos instantes, ambas para esquivar a los enemigos. 
4. Posibilidad de recolectar monedas para recuperar puntos de vida perdidos. 
 
Esta lista constituye las acciones posibles que puede realizar el jugador, dan como                         
resultado un juego intuitivo de jugar, con controles fáciles de recordar. El juego incluye                           
un modo “How to play” que introduce de manera inmediata y sencilla cómo funcionan                           
estas mecánicas para que cualquier usuario pueda comprenderlas sin dificultad.                   
Asimismo, se explica cuáles son las condiciones para ganar y perder el juego. 
 
2.2.3.​ Dynamics 
La dificultad de los objetivos está ajustada con las posibilidades que permiten estas                         
mecánicas. Para ello, se han escogido una serie de factores (dinámicas) que establecen                         
un compromiso entre ambas y que tratan de representar el desafío. Estos factores han                           
sido ajustados para que la experiencia de juego sea agradable, accesible y divertida,                         
siempre preservando un reto que exige al jugador cierta habilidad cuando está jugando.                         
Las decisiones de diseño que se han tomado para equilibrarlos son las siguientes: 
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Factor de desafío  Ajuste 
Tiempo que tarda en abrirse un cofre,             
que puede dejar al jugador en posición de               
vulnerabilidad respecto a los enemigos         
cercanos. 
 
El cofre necesita 1 segundo de acción por               
parte del jugador para abrirse. 
Inteligencia y efectividad de los enemigos           
cuando atacan al jugador y la facilidad             
para evitarlos. 
 
Los enemigos patrullan en una         
plataforma. Si detectan al jugador,         
cuando confirman su posición, lo         
persiguen y le disparan un láser, lo que le                 
resta un punto de vida. Tras este ataque,               
el jugador dispone de unos momentos de             
invencibilidad para poder escapar. El         
enemigo vuelve a patrullar si pierde de             
vista al jugador. 
 
Número de cofres a conseguir. 
 
Proporcional al tamaño del nivel. 
Número de enemigos en el nivel. 
 
Proporcional al tamaño del nivel. 
Número de puntos de vida.  Tres puntos de vida. 
Complejidad del nivel, que marca la           
facilidad para esconderse de los enemigos           
y encontrar los cofres. 
 
Aleatoria, marcada por unas heurísticas         
en la instanciación del nivel. 
Límite de uso de habilidad para volverse             
invisible. 
 
El jugador necesita usar un recurso           
llamado “Magia” para volverse invisible,         
consumiendo un 25% de la misma en             
cada uso. La magia se recupera           
automáticamente a razón de 1% por           
segundo. 
Número de monedas que recuperan         
puntos de vida. 
Depende de un índice de probabilidad           
relacionado con el tamaño del nivel.  
 
El resultado obtenido tiene suficiente complejidad y requiere de habilidad considerable                     
como para ser considerado un videojuego con entidad propia y con coherencia                       
suficiente para ser comprendido y jugado por cualquier usuario. Con el diseño jugable                         
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establecido se justifica más adelante, en el punto 2.3, las decisiones en materia de                           
gráficos y en especial, en el punto 2.4, la necesidad de algoritmos complejos,                         
inteligentes y críticos en eficiencia. 
2.2.4.​ Aesthetics 
Las mecánicas son sencillas, las dinámicas crearon un compromiso para afianzar el                       
desafío, mientras que la estética es el resultado obtenido en la mente del jugador, en                             
forma de sensaciones. En DungeonCat, siendo un juego de sigilo, la principal sensación                         
que se espera evocar en el jugador es la de hacerle sentir como un espía. Hacerle                               
percibir a los enemigos como amenazas que hay que superar sin ser visto. Para                           
conseguirlo es necesario dominar los controles y ser más inteligente que los enemigos:                         
gestionar los tiempos de invisibilidad y aprender los patrones de comportamiento del                       
enemigo. 
2.3.​ Gráficos 
Si bien DungeonCat fue concebido como un juego 2D, esto es, basado en recursos                           
gráficos de dos dimensiones, finalmente se ha incluido también un componente                     
tridimensional. DungeonCat fusiona elementos tridimensionales ­cubos­ para             
representar el nivel y elementos bidimensionales ­sprites y botones­ para representar                     
personajes, ítems e interfaz. En cualquier caso, esta aproximación visual mantiene el                       
concepto de sidescroller moderno; consigue un efecto visual interesante con pocos                     
recursos. 
 
2.3.1.​ 2D 
El diseño gráfico de DungeonCat está principalmente basado en elementos de dos                       
dimensiones. Es la manera más sencilla y barata computacionalmente de representar                     
entidades, especialmente si están en movimiento. 
 
La interfaz gráfica, interactiva mediante el ratón, sigue unos patrones de diseño                       
bidimensional completamente estandarizados. Mediante sencillos botones, etiquetas de               
texto e imágenes, el usuario dispone de toda la información sobre las opciones del                           
juego y el estado del mismo. El menú principal consta de un solo nivel de profundidad e                                 
incluye una breve descripción del proyecto. 
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Aspecto del menú principal 
 
 
Aspecto del juego 
 
Los objetos gráficos 2D presentes durante el juego son los siguientes: 
­ Sprite del personaje jugador  
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­ Sprite del personaje enemigo   
­ Indicador progreso 
 
­ Indicador de vida (Life) 
 
­ Indicador de magia (Magic) 
   
­ Cofre   
­ Moneda   
­ Corazón al superar el juego   
 
Adicionalmente, se han incorporado también un indicador de tiempo al abrir el cofre,                         
una imagen de fondo y un efecto de láser cuando el robot ataca. Todos estos recursos                               
cuentan con algún tipo de animación que les confiere movimiento, animación o cambio                         
de estado. Se incluyen animaciones de los sprites, animaciones de los indicadores,                       
rotaciones y traslaciones. 
 
2.3.2.​ 3D 
Los gráficos en tres dimensiones se utilizan exclusivamente para representar el                     
escenario. Hay que tener en cuenta que la cámara es perspectiva en lugar de                           
ortográfica, lo que permite proyectar una sensación de profundidad. Al encontrarse                     
algunos elementos a diferente distancia, el juego combina dimensiones para ofrecer                     
unas visuales peculiares. 
 
El escenario se compone, por tanto, de primitivas (cubos) con material que les da color                             
y textura. El renderizado del material es de dos tiles de ancho por uno de alto. Esto da                                   
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una apariencia de que las plataformas están compuestas por tiles cuadrados. La                       
posición de cada primitiva está alineada ocasionalmente con otras en los ejes X o Y, lo                               
que permite configurar plataformas de distinto tamaño. Para que estas primitivas sean                       
visibles, el escenario incluye una luz focal inclinada en cierto ángulo que les otorga                           
diferente iluminación en cada una de las caras.  
 
 
Muestra de la iluminación del nivel 
 
La cámara está configurada para perseguir la posición del jugador siempre sobre el                         
mismo plano paralelo a los ejes X e Y. Como resultado, el movimiento dentro del                             
escenario cumple la definición de sidescroller. La configuración del escenario, una vez                       
instanciado, es estático en todo momento. 
 
2.4.​ Algoritmos 
Los algoritmos incluidos mediante scripts toman la responsabilidad absoluta de todo el                       
comportamiento del juego. En este apartado se procederá a explicar, a nivel                       
conceptual, cuáles son los algoritmos más importantes que se ejecutan durante el                       
juego. 
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2.4.1.​ Generación Procedural de Niveles 
El objetivo de la generación procedural en DungeonCat es satisfacer la primera regla                         
establecida en el diseño jugable: que el jugador tenga que explorar un nivel nuevo en                             
cada partida. Esta condición no es sólo una medida para garantizar el desafío, es                           
también una forma de que exista un componente de rejugabilidad. 
 
Por eso, la responsabilidad que recae sobre el algoritmo de generación procedural que                         
se encarga de construir un escenario es muy elevada. El algoritmo no sólo es capaz de                               
construir un escenario válido, es también capaz de estructurarlo de manera inteligente,                       
para que las demás reglas y las mecánicas de juego mantengan su razón de ser.  
 
A su vez, es un algoritmo configurable mediante heurísticas. Esto permite que se                         
obtengan distintos resultados, dentro de unos parámetros controlados. A efectos                   
académicos, el juego consta de un modo “Procedural Map Testing” con un menú que                           
permite manipular estos parámetros para estudiar el comportamiento del algoritmo con                     
más precisión; en el modo principal, sin embargo, se han fijado unos valores fijos para                             
estos parámetros, con el fin de crear un nivel de complejidad y tamaño estándares. 
 
2.4.1.1.​ Estructura de datos 
 
Se consideran tres unidades espaciales para componer el nivel. 
➔ Tile​: Unidad mínima. Bloque de dos unidades de ancho por una de alto. 
◆ Tile gris: Bloque que no puede ser atravesado. 
◆ Tile naranja: Bloque que puede ser atravesado. 
◆ Tile vacío. 
 
➔ Room​: Habitación compuesta por diez tiles de ancho por diez de alto que tiene                           
conexión con otra habitación en, al menos, uno de sus límites. Se corresponde                         
con una matriz en donde el valor (i, j) indica el tipo de tile situado en la posición                                   
(i, j) de la habitación. 
 
➔ Dungeon​: Mazmorra compuesta por varias habitaciones, todas ellas accesibles. La                   
mazmorra tiene estructura de matriz, donde cada una de sus posiciones (i, j)                         
puede o bien estar vacía o bien contener una habitación. Dos habitaciones                       
adyacentes pueden no estar conectadas siempre que esto no implique la                     
existencia de una habitación aislada. 
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Ejemplo de ​Room​: 
 
 
División de la ​Roomanterior en ​Tilesindicando el tipo de cada uno ellos (V = Vacío, G                                   
= gris, N = naranja) 
 
 
Los espacios vacíos de los extremos señalan la conectividad con las Rooms vecinas. La                           
habitación anterior tiene salida por la izquierda y por arriba. 
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Estructura de ​Dungeon ejemplo. Los nodos azules representan las posiciones de la                       
matriz donde existe habitación, y las aristas verdes representan las conexiones entre                       
habitaciones adyacentes. Como se observa, dicha estructura es un grafo planar en el                         
que, en particular, puede haber ciclos. 
 
 
 
 
En la siguiente imagen se puede ver la misma ​Dungeon ​con un cuadrado naranja                           
aproximando su área total, y con cuadrados azules para representar el área aproximada                         
de cada ​Room​ y líneas verdes para representar las conexiones entre ellas: 
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Mazmorra resultante: 
 
 
2.4.1.2.​ Input 
 
Parámetros configurables que permiten empezar la ejecución. 
 
➔ Size​: Tamaño de la mazmorra. Entero de 1 a n. Este número indica la cantidad                             
máxima de habitaciones de ancho y alto que puede alcanzar el algoritmo. 
 
➔ Unique path probability​. Número real entre 0 y 1. En el proceso de                         
generación de habitaciones, una habitación se conecta siempre con una de sus                       
vecinas y, aleatoriamente, con alguna vecina adicional (de entre las otras 3                       
vecinas posibles). Este parámetro indica la probabilidad de que no se efectúe                       
cada una de esas 3 conexiones adicionales. 
 
➔ Expansion order​. Número real entre 0 y 1. Probabilidad de que se prosiga la                           
expansión de nodos a partir del último nodo expandido. Dicho de otro modo,                         
controla el orden en el que se expanden los nodos, siendo 0 una expansión                           
completamente aleatoria (se expande cualquier nodo pendiente) y 1 siendo                   
parecida a un ​depth first search​ (se expande el pendiente más reciente). 
 
➔ Minimumdistancetoend​. Número real entre 0 y 1. Parámetro que sirve para                           
calcular el nodo en el que se para de expandir. En otras palabras, 0 hará que el                                 
nodo final del algoritmo esté muy cerca, y 1 que esté en el otro extremo del                               
espacio de nodos ­el nodo inicial siempre es la esquina inferior izquierda de la                           
mazmorra. 
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2.4.1.3.​ Output 
 
➔ Dungeon​. Matriz de Room (i x j), i ≤ size, j ≤ size, cada una con un array de Tile                                       
(10 x 10). 
➔ Instanciacióndelaescena​. Instanciación de las primitivas (que representan                   
a los tiles) y otros objetos presentes en el nivel (cofres, monedas, enemigos y                           
jugador). 
 
2.4.1.4.​ Algoritmo 
 
El algoritmo está dividido en tres sub­algoritmos que realizan tareas conceptualmente                     
diferentes pero dependientes entre sí. 
 
➔ Generador de Rooms​: Construye la matriz de habitaciones mediante un                   
algoritmo aleatorio apoyado por heurísticas. El algoritmo funciona como un                   
random pathfinder​ en el que se explora un espacio de ​(size x size). 
 
A grandes rasgos, la generación de la mazmorra procede de la siguiente forma.                         
Como primer paso, se definen dos nodos especiales: el nodo inicial (siempre es la                           
esquina inferior izquierda de la matriz), y el nodo destino, que se selecciona                         
aleatoriamente. Luego, se hace una exploración aleatoria de la matriz partiendo                     
del nodo inicial y deteniendo el proceso cuando se alcance el nodo destino. La                           
mazmorra se compone de todos aquellos nodos de la matriz que hayan sido                         
visitados durante la exploración, y las conexiones entre esos nodos se definen de                         
forma pseudo­aleatoria. 
 
Dado que una generación completamente aleatoria puede dar lugar a mazmorras                     
con poca entidad, los parámetros del input permiten restringir el grado de                       
aleatoriedad. 
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Pseudocódigo. Se ha considerado el sistema de referencia de coordenadas de la 
escena, es decir, las X crecen hacia la derecha y las Y crecen hacia arriba. 
 
 
generateDungeon(size, uniquePathProb, expansionOrd, distToEnd) 
Dungeon = empty matrix 2D with dimensions (size x size); 
Pending = empty list; 
start = (0,0); 
end = (x,y) where x AND y ARE random between (size*distToEnd, size); 
Pending ­> Add start; 
While​ (end NOT IN Dungeon) 
pSize = pending ­> size ­ 1; 
current = pending ­> pop random between (expansionOrd * pSize, pSize); 
Dungeon ­> Add current; 
For Each​ adjacent IN (current ­> Adjacents) 
If​ (adjacent NOT IN Dungeon) 
Pending ­> Add adjacent; 
Else If (​current ­> Get connections == 0)  
OR (random between (0, 1) >= uniquePathProb)) 
connect current with adjacent; 
return Dungeon; 
 
 
➔ Generador de Tiles​: Tras generar la estructura de la mazmorra, computa                     
cuáles son los tiles de cada una de las habitaciones, considerando las conexiones                         
entre ellas. Los tiles son:  
◆ Tiles grises (no atravesables) 
◆ Tiles naranjas (atravesables) 
◆ Tiles vacíos 
 
Pero también se identifican en este paso las posiciones de otros elementos que                         
no son tiles como tal para instanciarlos más adelante: 
◆ Cofres 
◆ Enemigos 
◆ Monedas de vida 
◆ Punto de ​spawn​ (inicio del jugador) 
 
El mecanismo básico de este algoritmo se fundamenta en la utilización de                       
RoomTemplate(patrones de habitación). Cada patrón es un string que, mediante                     
una codificación sencilla, especifica qué debe/puede contener cada uno de los                     
tiles que conforman una habitación. La información de un patrón se puede                       
clasificar en tres grupos: 
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◆ Tiles fijos​: Aquellos que siempre se instancian en el mismo lugar y                       
garantizan una consistencia mínima en la habitación. Aquí se incluyen los                     
tiles que forman una plataforma fija, y también aquellos que indican                     
posiciones posibles donde instanciar los cofres, los enemigos, y el punto de                       
spawn​. 
◆ Tiles condicionales​: Dependen de la conectividad que tenga la habitación                   
con sus adyacentes. Aquí se incluyen los tiles que marcan las paredes                       
limítrofes de cada habitación. 
◆ Tiles probabilísticos​: Se instancian en función de una probabilidad. Aquí                   
se incluyen los tiles que forman una plataforma variable y las posiciones                       
donde se instanciarán las monedas de vida. 
 
La siguiente imagen ejemplifica la instanciación final mediante uno de los                     
patrones disponibles en el juego: 
 
➔ Instanciacióndeldungeon​: Se encarga de construir la escena tal y como se                         
ha definido en los dos sub­algoritmos anteriores. Para ello, instancia los objetos                       
del juego que han quedado pendientes (cofres, enemigos, monedas, y jugador),                     
y genera la representación gráfica necesaria para visualizar la mazmorra y los                       
objetos. 
 
Primero se recupera la información almacenada de los tiles probabilísticos para                     
concretar la posición de los objetos del juego: 
◆ Se escoge aleatoriamente un 0.5% de los tiles probabilísticos de monedas                     
(tiles vacíos) para generar monedas. 
◆ Se escogen aleatoriamente tantos tiles probabilísticos de enemigo como                 
habitaciones hay en la mazmorra para generar enemigos. 
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◆ Se escogen aleatoriamente tantos tiles probabilísticos de cofre como un ¼                     
de habitaciones hay en la mazmorra para generar cofres. 
◆ Se escoge el tile probabilístico de punto de spawn que hay en la habitación                           
de la esquina inferior izquierda para generar el jugador. 
 
Después, para generar la representación gráfica de cada uno de los tiles y                         
objetos, es necesario traducir las posiciones discretas a coordenadas reales del                     
espacio 2D. Este es un cálculo sencillo, pues cada habitación tiene 10 x 10 tiles, y                               
cada tile tiene 2 unidades de ancho por 1 unidad de alto. Con estas coordenadas,                             
se instancian las primitivas (bloques). 
 
2.4.1.5.​ Resumen 
 
2.4.2.​ Inteligencia Enemiga 
El objetivo de la IA enemiga es satisfacer la segunda regla de DungeonCat, es decir,                             
proveer un mecanismo para que el jugador pierda el juego. El trabajo que tiene que                             
hacer este algoritmo, sin embargo, también implica el factor de desafío que se había                           
indicado previamente de que los enemigos sean inteligentes y tengan un                     
comportamiento complejo. 
 
Para comprender el sentido de este algoritmo hay que contextualizarlo dentro del game                         
loop. Su ejecución se repite constantemente, en cada iteración del game loop, que                         
puede tener diferente frecuencia dependiendo del hardware pero que, en cualquier                     
caso, se ejecuta sincronizado con todos los elementos que cambian de estado durante                         
el juego: los enemigos y el jugador, principalmente. 
 
Como se detalló en el apartado anterior, los enemigos se instancian mediante las                         
coordenadas facilitadas por el algoritmo de generación procedural. Cada instancia tiene                     
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un comportamiento independiente, lo que significa que este algoritmo se ejecuta tantas                       
veces por frame como enemigos hay en la mazmorra. En ningún caso un enemigo                           
queda parado durante el juego, aunque tras conseguir su objetivo (hacer que el jugador                           
pierda la partida) su funcionalidad es irrelevante hasta el comienzo de la siguiente                         
partida. 
 
2.4.2.1.​ Estructura de datos 
 
El enemigo se comporta siguiendo una máquina de estados, que internamente maneja                       
unas cuantas variables y estructuras de datos más complejas para cumplir sus                       
funciones: 
➔ State​: Indica el estado del enemigo, y está inscrita en una máquina de estados                           
finita, compuesta por tres estados con varios sub­estados cada uno. 
 
➔ NavigationMap​: Es un mapeo que asocia a cada tile de la mazmorra un entero                             
de la siguiente forma: 
◆ 0 si el tile no se puede atravesar 
◆ 1 si el tile permite caminar a través de él (​WALKABLE​) 
◆ 2 si el tile permite saltar a través de él (​JUMPABLE​) 
Esta información permite conocer al enemigo cuál es la ruta válida que puede                         
tomar para ir a una determinada posición y saber cómo tiene que desplazarse en                           
el camino (corriendo o saltando). 
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➔ Path​: Lista de coordenadas que representa el camino que tiene que seguir. 
 
2.4.2.2.​ Input 
 
El input de la inteligencia enemiga es la posición propia y la ​posicióndeljugador​,                             
que puede ser conocida o desconocida, y conforme a la cual se cambia el estado actual.                               
Para actualizar la posición conocida del jugador se tienen que cumplir tres condiciones: 
➔ Existe una línea recta de longitud 15 como máximo que no interfiere con ningún                           
bloque desde el ojo del enemigo hasta el jugador. 
➔ El jugador no está utilizando la habilidad de invisibilidad. 
➔ El jugador no había sido detectado o, en su defecto, el jugador ya ha sido                             
detectado hace poco y ahora se encuentra a más de tres unidades de distancia                           
de la última posición conocida. 
 
2.4.2.3.​ Output 
 
El output es el que actualiza al enemigo en el siguiente frame, que principalmente se                             
define por los siguientes parámetros: 
➔ Velocidad de movimiento​, que puede alterar la posición actual. 
➔ Tiempodeesperapara realizar la siguiente acción, que puede ser cambiar de                         
dirección de movimiento, disparar el láser o cambiar de estado. 
➔ Animación actual​ que indique la acción que se realizará a continuación. 
 
2.4.2.4.​ Algoritmo 
 
Ya se ha definido la máquina de estados en términos generales, pero falta especificar                           
cómo se computan los cambios de estado. La mayor complejidad y carga computacional                         
de la inteligencia enemiga reside en su capacidad para perseguir al player hasta su                           
posición a través del nivel, una una operación que se divide en dos algoritmos. El resto                               
de operaciones son de evidente simplicidad, y se analizan en el apartado 2.4.3. 
 
➔ A*​: Se encarga de calcular una ruta por los tiles del nivel desde la posición actual                               
del enemigo hasta la última posición conocida del jugador. El diseño del                       
algoritmo A* considerado incluye ciertas modificaciones: 
◆ El algoritmo siempre encuentra la solución, pues aunque el enemigo a                     
veces no cabe en plataformas de 1 unidad de alto, la ruta se calcula                           
igualmente y aproxima al enemigo lo máximo posible. 
◆ Se consideran siempre las mismas aristas para cada nodo, es decir, los                       
tiles superior, inferior, derecho e izquierdo (siempre y cuando estén dentro                     
del dominio de la dungeon definida). 
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A*(start, end) 
walked = empty map (position ­> integer); 
estimate = empty map (position ­> integer); 
previous = empty map (position ­> position); 
open = empty set; 
closed = empty set; 
open ­> Add start; 
walked ­> start = 0; 
estimate ­> start = Distance(start, end); 
While​ (end NOT IN closed) 
    current = open ­> Pop element with minimum estimate; 
    closed ­> Add current; 
    ​For Each​ adjacent IN (current ­> Adjacents) 
   ​If​ (adjacent IS WALKABLE OR JUMPABLE) 
   ​If​ (adjacent NOT IN closed) 
   w = (walked ­> current) + 1; 
   e = w + Distance(adjacent, end); 
   ​If​ (adjacent NOT IN open) 
   open ­> Add adjacent; 
   walked ­> adjacent = w; 
   estimate ­> adjacent = e; 
   previous ­> adjacent = current; 
   ​Else If​ (w < walked ­> adjacent) 
   walked ­> adjacent = w; 
   estimate ­> adjacent = e; 
   previous ­> adjacent = current; 
current = end; 
path = empty list; 
While​ (start NOT IN path) 
path ­> Add current First; 
current = previous ­> current; 
return path; 
 
➔ Caminohaciaeljugador​: Calcula cuál es la velocidad adecuada en cada frame                         
para mantenerse lo más cerca posible de la ruta ideal calculada por A*. El                           
algoritmo recibe como inputs el ​pathgenerado por A* y la posición actual y                           
produce las velocidades de los ejes X e Y del enemigo. Además de en este                             
algoritmo, ​path ​es actualizado siempre que se actualiza el input, es decir, se                         
cumplen las condiciones indicadas en el apartado 2.4.2.2. 
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Hay que considerar que la ruta contenida en la lista ​pathestá construida por                           
posiciones de tiles, las cuales son discretas. Sin embargo, el enemigo tiene que                         
moverse por la escena, que utiliza coordenadas no discretas. Esa diferencia es la                         
que ocasiona que los resultados de este algoritmo sean aproximados y, por lo                         
tanto, sujetos a error. Este algoritmo devuelve la velocidad (x, y). 
 
Mientras haya un ​pathdefinido el enemigo tratará de seguirlo. Cuando se llegue                         
al final, se volverá al estado “Patrol” si se ha perdido de vista al jugador. En caso                                 
contrario se volverá a calcular un nuevo ​path​. 
 
El movimiento horizontal (caminar) consiste simplemente en devolver la                 
velocidad de persecución ​chaseSpeeden el eje X, en el sentido que convenga. En                           
el caso de los saltos la lógica es más compleja. Los saltos hacia arriba necesitan                             
un cálculo parabólico (explicado en el algoritmo siguiente) y los saltos hacia                       
abajo no tienen velocidad: se efectúan con la aceleración gravitatoria. 
 
pathToPlayer(path) 
tilePosition = FromPositionToTile(position); 
playerTilePosition = FromPositionToTile(player ­> position); 
If​ (isJumping) 
return lastSpeed; 
If​ (path IS NULL) 
path = IsPlayerVisible? A*(tilePosition, playerTilePosition) : NULL; 
Else If​ (path ­> First == tilePosition) 
Path ­> Remove First; 
If​ (path NOT NULL) 
If​ (path ­> First IS JUMPABLE) AND (path ­> First.y > tilePosition.y) 
return computeJump(); 
If​ (path ­> First.x > tilePosition.x) 
return speed(chaseSpeed, 0); 
If​ (path ­> First.x < tilePosition.x) 
return speed(­chaseSpeed, 0); 
If​ (path ­> First.y < tilePosition.y) 
Jump down from tile; 
return speed(0, 0); 
state = PATROL; 
return speed(0, 0); 
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Por último, es importante dedicar una aclaración a dos funciones que forman 
parte de este algoritmo y cuyo mecanismo no es trivial. 
 
◆ Calcularsalto​: Calcula una trayectoria aproximada desde la plataforma                 
hasta la posición que se quiere alcanzar utilizando fórmulas de cinemática.                     
Escoge el tile hasta el que tiene que llegar y después halla la velocidad de                             
salto en ambos ejes. El salto puede terminar en medio del aire o encima                           
de una plataforma según cómo sea ​path​. La trayectoria no es exacta y no                           
se puede garantizar que llegue a la plataforma objetivo.  
 
A la velocidad Y se le añade un pequeño incremento para afianzar el                         
lanzamiento. La velocidad X se calcula en función del tiempo que se tarda                         
en llegar al punto más alto con la velocidad Y. 
 
computeJump() 
While​ (path IS NOT NULL) AND (path ­> First IS JUMPABLE) 
jumpTo = Path ­> Pop First; 
If​ (path IS NOT NULL) 
jumpTo = path ­> First; 
speed.y = SQRT(2 * gravity * (2 + ABSOLUTE(position.y ­ jumpTo.y)); 
t = speed.y / gravity; 
speed.x = (position.x ­ jumpTo.x)/t; 
return speed; 
 
◆ Deposiciónatile​: Calcula el tile en el que se encuentra el enemigo.                          
Esta operación es aproximada, ya que convierte una posición de la escena                       
(vector de números reales) en una posición de mapa (tile). 
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2.4.2.5.​ Resumen 
 
 
 
2.4.3.​ Otros 
Los algoritmos previamente presentados de Generación Procedural de Niveles e                   
Inteligencia Enemiga representan las operaciones más complejas y críticas en eficiencia                     
de DungeonCat. Pero además hay otros dos con suficiente interés y relevancia durante                         
la ejecución que merecen ser analizados. 
 
2.4.3.1.​ Sistema de físicas 
 
Tanto el personaje jugador como los enemigos comparten una cualidad: son sensibles a                         
las colisiones con los bloques del nivel y a la fuerza gravitatoria. Esta condición es                             
fundamental para otorgar al juego una sensación de realismo y para satisfacer una                         
regla de coherencia implícita en cualquier sidescroller. 
 
El algoritmo de físicas es compartido por todos los enemigos y el jugador, se ejecuta en                               
cada frame para cada uno de ellos. En última instancia, su papel es aplicar los efectos                               
de la física sobre el movimiento calculado, respectivamente 
➔ por el algoritmo de IA de cada enemigo, analizado en el punto 2.4.2. 
➔ por el control del jugador, analizado en el punto 2.4.3.2. 
Es decir, su input es el movimiento inicial y su output el movimiento tras aplicar las                               
leyes de la física. 
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El mecanismo básico de las colisiones reside en calcular si el personaje se está                           
chocando contra el suelo, el techo o las paredes. Para ello se lanzan 11 rayos en la                                 
dirección de la velocidad: 
➔ 5 rayos paralelos al eje X que paren la velocidad en el eje X si alguno de ellos                                   
colisiona con una pared. 
➔ 5 rayos paralelos al eje Y que paren la velocidad en el eje Y si alguno de ellos                                   
colisiona con el suelo o el techo. 
➔ 1 rayo diagonal a los ejes X e Y que pare la velocidad en el eje Y si colisiona con                                       
una esquina. 
 
 
2.4.3.2.​ Sistema de control 
 
Mediante un script se gestiona el input directo del usuario. El jugador puede:  
● moverse a izquierda y derecha,  
● saltar hacia arriba,  
● atravesar una plataforma hacia abajo,  
● volverse invisible, 
● abrir un cofre, 
● coger una moneda de vida, 
● ganar o perder la partida, perdiendo el control en ambos casos hasta la partida                           
siguiente. 
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3. ​Planificación 
 
 
 
A continuación, se procederá a señalar cuál ha sido el estudio inicial y la              
planificación que se ha seguido en el desarrollo de DungeonCat. Todas las            
decisiones en este apartado fueron calculadas en la fase inicial del           
proyecto, concretamente a través de la asignatura ‘Gestió de Projectes’ de           
la Facultad d’informática de Barcelona. 
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3.1.​ Objetivos 
Los objetivos principales establecidos inicialmente son tres, con varios sub­objetivos                   
cada uno: 
➔ Diseño y desarrollo de un videojuego en dos dimensiones de tipo plataformas                       
(​sidescroller​) con las funcionalidades básicas del género: 
◆ Gráficos que representen escenario, jugador y enemigos. 
◆ Controles que permitan movimiento y habilidades del jugador. 
◆ Lógica elemental: física y sistema de colisiones. 
◆ El objetivo del juego consiste en conseguir ir de un punto inicial del nivel a                             
un punto final sorteando enemigos mediante mecánicas de juego                 
encuadradas en el sigilo. 
➔ Generador procedural de niveles en tiempo de ejecución con las siguientes                     
características: 
◆ Niveles de dos dimensiones basados en un sistema de tiles. 
◆ Generación de nivel procedural mediante heurísticas, pensado para tener                 
buen rendimiento. 
◆ Instanciación dinámica del escenario que sea eficiente en memoria. 
➔ Implementación de enemigos inteligentes. 
◆ IA que detecte la posición del jugador, incluyendo cálculos de visibilidad. 
◆ Pathfinding para calcular los movimientos del enemigo. 
◆ Máquina de estados que controle el comportamiento. 
Los objetivos secundarios son: 
➔ Realización de un desarrollo innovador en el campo del game design 
◆ Combinar dos elementos: sigilo y generación procedural 
◆ Inventar e implementar mecánicas de sigilo con solvencia 
➔ Ejecución de un testing eficaz 
◆ Realizar un estudio de parámetros y condiciones para extraer las variables                     
que influyen en el nivel de desafío jugable. 
◆ Jugar y evaluar intensivamente esas variables con el fin de ajustar dicho                       
nivel de desafío. 
➔ Consecución de un videojuego apto y eficiente, más que entretenido 
◆ Realización de un software válido y óptimo. 
◆ Acercarse lo máximo posible a ofrecer una experiencia divertida 
 
3.2.​ Herramientas 
Para la realización del proyecto se han empleado los siguientes recursos: 
● Unity para el desarrollo 
● MonoDevelop (asociado a Unity) para programación 
● Google Docs para la documentación 
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● Photoshop CC2014 para arreglos gráficos 
● Gmail para la comunicación entre los encargados del TFG 
● Windows 8.1 64Bit 
● Sistemas de almacenamiento en la nube Copy y Google Drive 
● Notepad++ 
Se emplearán los recursos hardware: 
● Ultrabook HP Envy 6GB RAM Intel i5 1.70GHz AMD Radeon HD 7600M 2GB para                           
todas las labores del desarrollo. 
● Mando Xbox 360 para testeo de control alternativo 
 
 
La herramienta principal que se ha utilizado en el proyecto es Unity 5, plataforma de                             
desarrollo multiplataforma que presume de ser una de las más populares, accesibles y                         
versátiles de los últimos años. El lenguaje elegido para los scripts fue C# y la API                               
subyacente Direct3D y OpenGL cuando el juego se ejecuta en Windows y Linux                         
respectivamente. 
 
Adicionalmente se han empleado otros recursos para crear o modificar ​assets​, como los                         
softwares Photoshop CC 2014 para los sprites y Notepad++ como apoyo para la                         
programación. 
 
3.3.​ Investigación 
La investigación es una parte importante del proyecto desde el momento en el que se                             
ha establecido como imprescindible una revisión profunda de la literatura y las                       
implementaciones de los dos subproblemas importantes del proyecto: generación                 
procedural e IA enemiga. 
 
Para temas íntimamente relacionados con la computación y el diseño, se habían                       
prefijado numerosas fuentes de información y documentación, siendo el manual                   
‘Introduction to Game Design, Prototyping and Development’[14] la guía principal para                     
enfocar el diseño, planificación y desarrollo y sirviendo de apoyo webs como                       
Gamasutra[15], AIGameDev[16], PCG[17] y por supuesto la documentación oficial de                   
Unity[18]. 
 
Lo que se perseguía en estas fuentes es, en última instancia, diseños e ideas de                             
algoritmos relativamente específicos para los problemas mencionados. Los algoritmos                 
diseñados e implementados en este proyecto han sido posteriormente optimizados para                     
mejorar en la medida de lo posible su tarea. Esta decisión se basa en que el problema                                 
que tratamos de resolver no es ​realmente específico; es relativamente general y está                         
muy investigado, así que se pueden encontrar soluciones muy valiosas aprovechando                     
gran parte del trabajo que ya existe[19]. 
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Sin embargo, el estudio de literatura técnica e investigación toca temas de diversa                         
índole, no sólo los puramente algorítmicos detallados anteriormente. Una parte                   
importante de la investigación se estableció también en el aprendizaje de la                       
herramienta principal de desarrollo: Unity. 
 
La investigación de la principal herramienta, Unity, se planificó como una parte                       
importante del desarrollo. Se estableció como imprescindible conocer el framework y                     
sus funciones, eventos y convenciones de programación con tal de realizar un código                         
bien diseñado y que aproveche esta tecnología. Este estudio lleva implícito una                       
investigación en el diseño de videojuegos general. 
 
Unity permite incorporar fácilmente todos los recursos gráficos, sonoros y algunos                     
elementos algorítmicos muy comunes ­como el tratamiento del input, los cálculos de                       
físicas y colisiones­, una característica que está en el ámbito de trabajo del proyecto,                           
pese a que las prioridades están claras: los gráficos no son un aspecto primordial en                             
este TFG (pero tampoco despreciable). 
 
3.4.​ Desarrollo basado en prototipos 
 
La metodología que se ha seguido es la del desarrollo en versiones, estándar de                           
cualquier software convencional, concretamente una metodología incremental tipo               
scrum. Se identificaron una serie de hitos con el fin de combinar scrum y organizar un                               
desarrollo específico basado en prototipos[14]. La equivalencia de un sprint en scrum                       
es la de un prototipo en este sistema. 
 
Esta metodología, popular en el ​game development, incluye los prototipos en papel y                         
los prototipos digitales. Los primeros permitieron realizar un ​brainstorming ​sobre el                     
rumbo que tomar en el desarrollo en cuanto a añadir funcionalidades o ampliar las                           
existentes; los digitales por su parte servirán para marcar los hitos y realizar ​testing​. 
 
3.4.1.​ Prototipos 
 
Los prototipos planificados fueron: 
 
1. Sidescroller básico​: El jugador puede mover un personaje en un escenario                     
pregenerado con todas las funcionalidades elementales: sistema de colisiones,                 
sistema de físicas y renderizado de gráficos sencillo. El objetivo del juego es                         
alcanzable. 
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2. Generador procedural inicial​: Versión temprana del generador procedural, con                 
algoritmos que permitan crear niveles aleatorios en tiempo de ejecución. 
3. IA enemiga sencilla​: Los enemigos pueden moverse por ciertas áreas del nivel                       
y tienen comportamientos estáticos. 
4. Generador procedural avanzado​: Los niveles generados tienen una               
complejidad considerable y son razonablemente jugables. 
5. IA enemiga compleja​: Los enemigos tienen un comportamiento dinámico y                   
pueden moverse por todo el nivel. 
6. Optimización y mecánicas de juego​: Los algoritmos han sido mejorados,                   
perfeccionados y testeados a prueba de errores. Se han incorporado mecánicas                     
que permiten al jugador interactuar con el escenario o los personajes para hacer                         
el juego más interesante. 
7. Final​: Se han testeado los componentes del juego para verificar que existe                       
coherencia y cohesión entre los distintos elementos, así como un rendimiento y                       
eficiencia contrastable. 
 
El testing será realizado por el estudiante, el director y el codirector del proyecto y                             
servirá como apoyo para tomar decisiones de diseño conceptual y técnico. Se                       
implementarán modos específicos de testeo en la ejecución del juego para facilitar esta                         
tarea: un modo que permita crear un nivel procedural de tamaño personalizable y un                           
modo en el que introducir enemigos para comprobar su comportamiento. Mediante este                       
testing de pruebas y experimentos con el juego se espera deducir en base a la                             
experiencia de juego cuáles son las necesidades y debilidades de cada prototipo, con el                           
objetivo de subsanarlas en siguientes prototipos. 
 
Por supuesto, también nace del encargado del proyecto y los supervisores la                       
experiencia de haber jugado a videojuegos para decidir, ya no cuáles son las mejores                           
opciones de implementación (que puede haber muchas igualmente válidas), sino cuáles                     
son las que mejor resultado pueden dar en términos de experiencia de juego, siempre                           
teniendo en cuenta el ámbito de este proyecto. 
 
La comunicación y seguimiento entre el estudiante y el director/codirector del proyecto                       
será permanente vía email, siendo ésta la vía principal de resolución de dudas y                           
planificación de tareas. Ocasionalmente se concertarán encuentros personales para                 
concretar temas importantes del proyecto. 
 
3.4.2. ​Tareas 
La planificación del proyecto se planificó utilizando un desarrollo basado en prototipos,                       
como ya se indicó y justificó anteriormente. La finalización de cada uno de estos                           
prototipos señalaba un hito en el proyecto; sin embargo, había que afrontar otras                         
tareas más, como por ejemplo la realización de este documento o los hitos establecidos                           
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por la Facultad para el seguimiento del proyecto. En definitiva, la síntesis de todas las                             
exigencias para completar este proyecto se refleja en la siguiente hoja de tareas: 
 
1. GEP: Cursar el GEP y realizar su parte correspondiente en la memoria. 
2. PR1: Primer prototipo. Sidescroller básico. 
3. PR2: Segundo prototipo. Ampliación con generador procedural elemental. 
4. PR3: Tercer prototipo. Ampliación con IA enemiga sencilla. 
5. PR4: Cuarto prototipo. Ampliación con generador procedural avanzado. 
6. PR5: Quinto prototipo. Ampliación con IA enemiga avanzada. 
7. PR6: Sexto prototipo. Perfeccionamiento de los algoritmos y el look&feel del                     
juego, ampliación con mecánicas de juego. 
8. PRF: Prototipo final. Testing y mejora de eficiencia. 
9. MEM: Finalización de la memoria y la documentación. 
 
3.4.3. ​Explicación de las tareas 
Cada tarea es dependiente de la anterior. La planificación del proyecto, en la fase GEP,                             
es imprescindible para comenzar con el desarrollo y establecer una metodología a                       
seguir. Cada prototipo necesita del previo para funcionar, puesto que se trata de un                           
modelo incremental en el cual se van añadiendo funcionalidades unas sobre otras. 
 
➔ GEP incluye el trabajo de la asignatura Gestió de Projectes, obligatoria en la                         
Facultad de Informática de Barcelona, se divide en seis entregables y su objetivo                         
es presentar la documentación del proyecto (el presente documento). 
 
➔ Una vez finalizado GEP, y con la planificación clara, se comenzará por PR1, que                           
es un sidescroller básico, con movimiento de un personaje, un escenario estático                       
y vacío con colisiones y físicas. 
 
➔ PR2 necesita la base de PR1, donde se habrán especificado los parámetros                       
básicos de los niveles así como las restricciones que son necesarias aplicar en la                           
generación procedural para preservar las funcionalidades básicas del videojuego                 
­físicas, colisiones, renderizado­ que deben ser respetadas. 
➔ PR3 implica un tratamiento del nivel que ya es razonablemente aleatorio, tal y                         
como se habrá implementado en PR2, utilizando las estructuras de datos y                       
algoritmos respectivos de los que se nutrirán los nuevos algoritmos de IA                       
enemiga. La IA debe de comportarse con solvencia sea cual sea el nivel                         
generado. 
 
➔ PR4 debe de implementarse ampliando el generador con un conjunto de                     
heurísticas que no creen conflictos con los agentes inteligentes que se han                       
desarrollado en PR3 y sobre la base de PR2. Estas heurísticas probablemente                       
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impliquen profundizar en las estructuras de datos utilizadas en el generador                     
procedural. 
 
➔ PR5 ya consta del comportamiento completo de las IA enemigas, que emplean                       
como base PR3 y deben de tener coherencia con todas las casuísticas presentes                         
en PR4. Los algoritmos manejarán más parámetros haciendo las estructuras de                     
datos más complejas, ya que los comportamientos de los enemigos serán                     
sensibles a más circunstancias. 
 
➔ PR6: Las mecánicas de juego sólo pueden ser implementadas una vez que los                         
niveles y las IA enemigas ya sean completamente funcionales, pues será a partir                         
de ahí cuando se incorporarán las últimas funcionalidades. Respecto a qué                     
mecánicas implementar, se hará una investigación de ello mediante el estudio de                       
videojuegos de naturaleza similar y de realizar pruebas de consistencia, que                     
indicarán si una nueva mecánica es interesante y mantiene el desafío del                       
videojuego. Es aquí donde probablemente se hagan ajustes de los algoritmos y                       
los parámetros que se establecieron en prototipos anteriores. 
 
➔ PRF: El videojuego está técnicamente acabado pero, probablemente, con muchos                   
pequeños defectos y carencias de eficiencia. Se realizarán diversas pruebas y                     
mejoras computacionales para acercar el videojuego a la máxima perfección                   
posible. 
 
➔ La fase MEM incluye una revisión profunda del código implementado y un estudio                         
de costes computacionales y rendimiento del software con el objetivo de                     
representar de la manera más adecuada posible en la memoria y documentación                       
el aspecto técnico del proyecto. Se realizará en paralelo con el resto de fases y se                               
finalizará justo antes de presentar el proyecto. 
 
3.5. ​Planificación temporal 
El proyecto se estableció con una duración aproximada de 6 meses. El inicio del                           
proyecto se inició con el principio del curso, el 15 de septiembre de 2015, y terminó a                                 
finales de abril de 2016. Será presentado en la última semana de abril. 
 
Se diseñó una planificación temporal a la que apoyarse para desarrollar el proyecto                         
pero, probablemente, surgirán desviaciones temporales y variaciones de las tareas                   
originalmente estipuladas; es un riesgo implícito en los proyectos académicos como                     
éste, especialmente tratándose de desarrollo software. Más adelante trataremos estos                   
aspectos con la atención que merecen. 
Los roles asociados al desarrollo son: 
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● Analista (front­end): Encargado de investigar y definir conceptualmente las                 
estructuras de datos y algoritmos que se van a implementar. 
● Programador (back­end): Implementará todo o gran parte del código. 
● Game designer (front­end): Responsable de especificar los assets, diseño del                   
juego y mecánicas. 
● Tester (pruebas): Encargado de la depuración de errores y mejora de parámetros                       
y heurísticas para que se ajusten lo máximo posible a la especificación. 
● Usuario: Todo aquel que juegue al videojuego o sus distintos prototipos. 
 
Las tareas de máximo riesgo son las de diseño e implementación de estructuras de                           
datos y algoritmos, responsabilidad del Analista y Programador, presentes en los                     
prototipos PR2­PR5. Esto es evidente desde el momento en el que el grueso del                           
proyecto consiste en adaptar algoritmos de considerable complejidad al videojuego que                     
se va a desarrollar; siendo difícil de ajustar a priori cuáles de estos algoritmos son los                               
más adecuados por su sofisticación, tiempo de desarrollo o tendencia a desviar el                         
desarrollo. El resto de tareas tienen un nivel de riesgo bajo similar, pues son tareas de                               
menor profundidad y en todos los casos (GEP, PR1, PRF, MEM) el objetivo a alcanzar                             
está bien definido, así como la forma de alcanzarlo. 
 
La distribución de tiempo es la siguiente: 
Task  Time (w)  Time (h)  Front­End  Back­End  Pruebas 
GEP  5,5  96,25  100%  0%  0% 
PR1  2  35  60%  20%  20% 
PR2  3,5  61,25  60%  20%  20% 
PR3  3,5  61,25  60%  20%  20% 
PR4  3,5  61,25  40%  20%  40% 
PR5  3  52,5  40%  20%  40% 
PR6  2  35  20%  20%  60% 
PRF  2  35  0%  50%  50% 
Overall (weeks)  25  437,5  243,25  78,75  115,5 
Overall (%)  100%  100%  55,6%  18%  26,4% 
 
Como vemos, se ajusta a la distribución sugerida en la teoría de proyectos y el número                               
de horas se aproxima a la carga lectiva de TFG + GEP. En color rojo se muestran las                                   
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actividades de más riesgo. La fase MEM no se muestra en GANTT porque se irá                             
realizando paralelamente al desarrollo desde el principio hasta el final. 
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3.6. ​Planificación económica 
3.6.1. ​Identificación de costes 
 
3.6.1.1. ​Recursos humanos 
 
Este proyecto será elaborado únicamente por una persona, el estudiante y autor de                         
este documento, que hará los cuatro roles presentados anteriormente: analista,                   
programador, game designer y tester. 
 
3.6.1.2. ​Software 
 
Se emplearán recursos y entornos software en todas las fases de este proyecto.                         
Algunos requieren de licencia de pago. 
● Unity 5.1 
● Monodevelop, IDE de Unity 
● Google Docs 
● Photoshop CC2014 
● Gmail 
● Windows 8.1 
 
3.6.1.3. ​Hardware 
El hardware utilizado fue comprado a determinado precio y se calcula como gasto en                           
relación con su tiempo de uso. Incluye un Ultrabook HP Envy y un mando de Xbox360.                               
El Ultrabook incluía Windows.  
 
3.6.1.4. ​Imprevistos y otros costes 
 
La electricidad se calcula mediante una aproximación de gasto de un portátil de altas                           
prestaciones. Se añaden los (por desgracia) no despreciables impuestos de las                     
compañías eléctricas. El precio de Internet es el de la tarifa mensual contratada a un                             
proveedor. 
 
Además de todos los costes contabilizados, podrían surgir más gastos por daños de                         
software o hardware. Estos costes imprevistos incluyen averías en el ordenador que se                         
va a utilizar, que podría necesitar reparaciones o reemplazo, así como fallos de software                           
como problemas de virus o pérdida de datos. Además, el desarrollo del proyecto podría                           
alargarse debido a que la planificación no se cumple, estirando los costes de todo tipo.                             
Calcularemos un 10% más del coste total para estos gastos. 
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3.6.2. ​Estimación de costes 
3.6.2.1. ​Recursos humanos 
Datos aproximados [20]. 
 
Rol  Precio/hora  Horas  Total 
Analista + Game Designer       
(front­end) 
30€/hora  243,25  7.297,5€ 
Programador (back­end)  20€/hora  78,75  1.575€ 
Tester (pruebas)  25€/hora  115,5  2.887,5€ 
Total  ­  437,5  11.760€ 
 
Por actividades de Gantt: 
 
 
Task  Time (h)  Front­End  Back­End  Pruebas  Coste 
GEP  96,25  100%  0%  0%  2.887,50 € 
PR1  35  60%  20%  20%  945,00 € 
PR2  61,25  60%  20%  20%  1.653,75 € 
PR3  61,25  60%  20%  20%  1.653,75 € 
PR4  61,25  40%  20%  40%  1.592,50 € 
PR5  52,5  40%  20%  40%  1.365,00 € 
PR6  35  20%  20%  60%  875,00 € 
PRF  35  0%  50%  50%  787,50 € 
Overall  437,5  55,6%  18%  26,4%  11.760,00 € 
 
3.6.2.2. ​Software 
 
Software  Tipo de licencia  Precio 
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Unity 5.1  Personal Edition  0€ 
Monodevelop  Gratuito  0€ 
Google Docs  Gratuito  0€ 
Photoshop CC2014  Completo  60€/mes 
Gmail  Gratuito  0€ 
Windows 8.1 64 bit  Pro Retail  0€ (Incluido en hardware) 
Total  ­  60€ 
 
3.6.2.3. ​Hardware 
 
Software  Vida útil  Precio  Amortización 
Ultrabook HP Envy  3 años  600€  100€ 
Mando Xbox360  5 años  50€  5€ 
Total  ­  650€  105€ 
 
3.6.2.4. ​Imprevistos y otros costes 
 
Producto  Precio/tiempo  Precio/Tiempo 
Electricidad  0,018€/hora  5€ 
Internet  37€/mes  222€ 
Total  ­  227€ 
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3.6.2.5. ​Resumen de costes 
 
Tipo  Coste 
Recursos humanos  11.760€ 
Software  60€ 
Hardware  105€ 
Otros  227€ 
Total  12.152,00 € 
Total + imprevistos (10%)  13.367,20 € 
 
3.7. ​Sostenibilidad 
3.7.1. ​Dimensión económica 
Se ha realizado un estudio para comprobar si el proyecto es viable económicamente,                         
con sus respectivos mecanismos de control y monitorización de costes y desvíos. Es un                           
proyecto realizado por una sola persona, por lo tanto la responsabilidad de la misma es                             
muy alta y, al mismo tiempo, no permite una planificación de tareas paralelas, como                           
podría darse con varias personas trabajando en el desarrollo. Aún así, el coste total es                             
altamente competitivo y cuenta con numerosas medidas para asegurar un resultado                     
satisfactorio. 
 
Sin embargo, los costes del proyecto son relativamente asumibles, teniendo en cuenta                       
que los gastos no­personales son muy reducidos. Asimismo, la planificación se ha                       
diseñado dividiendo en tareas consecutivas de una duración y coste similares. Se                       
espera que esto favorezca a reducir los desvíos de presupuesto: el desarrollo basado en                           
prototipos es una metodología de trabajo bien asentada en el campo de desarrollo de                           
videojuegos como ya se justificó anteriormente. 
3.7.2. ​Dimensión social 
Los videojuegos se están convirtiendo, poco a poco, en un elemento muy influyente en                           
la sociedad en el mundo entero, y incluida España. Cada vez existen más juegos que                             
van mucho más allá de ser productos de ocio y se convierten en experimentos                           
artísticos, como los reconocidos ​Dear Esther o ​Braid​; también son medios de socializar                         
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mediante el juego online, todo el mundo conoce ​World of Warcraft o ​League of Legends​,                             
el último en auge en estas fechas. 
 
Este proyecto no estará a la altura de los videojuegos más sofisticados y conocidos: los                             
llamados “triple A”, desarrollos multimillonarios que venden millones de copias en todo                       
el mundo. Se enmarcará más bien en una clasificación que está siendo cada día más                             
popular: los juegos indie o independientes. Estos son los juegos de bajo presupuesto                         
que habitualmente intentan fórmulas nuevas, arriesgadas o diferentes de jugar. 
 
La fórmula que caracteriza a Dungeon Cat. es la combinación de sus dos puntos                           
fuertes: enemigos inteligentes y generación procedural. En jerga videojueguil será un                     
videojuego de sigilo procedural, una idea que todavía no ha sido materializada, como                         
mínimo, con éxito comercial. 
3.7.3. ​Dimensión ambiental 
Los recursos principales que se utilizarán para la realización del proyecto serán un                         
ordenador portátil y energía eléctrica. Sin embargo, el ordenador no sólo será empleado                         
para este proyecto y su utilidad antes y después del proyecto es evidente. 
 
El uso eficiente de recursos va implícito en el desarrollo: desde reutilización de assets                           
de otros desarrollos hasta la informatización absoluta de todo su contenido, evitando                       
posibles gastos de papel, encuadernación… 
 
Finalmente, el proyecto será a su vez reutilizado en el futuro, con lo que se amortizará                               
­más aún­ el coste que ha generado. Dado que será un software de código abierto,                             
disponible en la Universidad Politécnica de Cataluña, todo el código y documentación                       
podrán servir para otros proyectos que utilicen total o parcialmente su contenido. 
 
3.7.4. ​Conclusiones 
 
¿Sostenible?  Económica  Social  Ambiental 
Planificación  Viabilidad económica  Mejora en calidad     
de vida 
Análisis de   
recursos 
Valoración  10/10  6/10  8/10 
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4.​ Ejecución 
 
 
 
La ejecución del plan establecido inicialmente ha cosechado muchas         
observaciones, anécdotas y cuestiones por mejorar. Durante esta sección         
se analizará la eficacia con la que se ha realizado el desarrollo, así como los               
puntos más relevantes del mismo. 
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4.1. ​Plan de desarrollo 
El plan de desarrollo se fundamentó en el ​prototyping​. Se ha seguido exhaustivamente                         
y los resultados han sido satisfactorios, puesto que ha permitido acometer todos los                         
objetivos que se habían propuesto. A lo largo de esta sección se analizará cómo ha sido                               
el desempeño del proyecto y por qué se han tomado determinadas decisiones que han                           
afectado decisivamente en la solución obtenida. 
4.1.1. ​Tareas 
Éste ha sido el desempeño de las tareas que se habían planificado: 
 
➔ GEP​: El curso de Gestió de Projectes que establece como obligatorio la Facultad                         
de Informática de Barcelona fue superado con la máxima calificación. La                     
planificación allí establecida para el proyecto ­contenida en los puntos 1 y 3 de                           
este documento­ y su correspondiente presentación ante el profesor encargado,                   
el director y el codirector crearon unas bases sólidas sobre las que se asentó el                             
desarrollo. La idea de DungeonCat resultó fresca y original y con un estudio                         
previo fiable que, a criterio de los profesionales mencionados, garantiza su valor                       
como proyecto. 
 
➔ PR1​: El primer prototipo se desarrolló con problemas poco importantes. Se                     
establecieron los controles básicos de movimiento y salto junto a un sistema de                         
físicas sólido, pero sin las colisiones diagonales. Los niveles generados sólo                     
tenían un tipo de bloque y los tiles eran de tamaño (1x1). Resultaba bastante                           
difícil de jugar y de explorar todo el nivel, pero las animaciones y visuales básicas                             
se consolidaron. 
 
➔ PR2​: El segundo prototipo debía incluir un generador procedural básico. El                     
algoritmo inicial contaba ya con las estructuras de datos básicas, mantenidas                     
hasta el final, pero era poco inteligente. La generación de habitaciones era                       
totalmente aleatoria y la generación de tiles sólo incluía un tipo de tile. Se                           
actualizó el tamaño de tile a (2x1) y se hicieron algunos ajustes en el control y el                                 
sistema de colisiones. En este punto se generaban mazmorras con lugares                     
inaccesibles, pero gracias a los ajustes señalados, DungeonCat ya era un juego                       
bastante más agradable de jugar y estaba listo para pasar a la siguiente fase. 
 
➔ PR3​: Esta fase se atajó con rapidez. Lo único que se implementó fue un                           
mecanismo para instanciar los enemigos en el nivel en los tiles probabilísticos                       
definidos para ello, junto con las animaciones y sprites necesarios. El enemigo                       
sólo actuaba bajo el estado “Patrol”. El diseño del algoritmo que llevara el grueso                           
del comportamiento (el pathfinding) no estaba claro. 
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➔ PR4​: El algoritmo aleatorio que generaba el nivel se afianzó en esta fase con la                             
adición de las heurísticas. Se decidió convertir el tile naranja en atravesable por                         
los lados y por abajo, e incluir la posibilidad de cruzarlo también desde arriba                           
pulsando el botón de saltar. Por último, y para asegurar la accesibilidad, se                         
incorporó la posibilidad de encadenar tres saltos. De este modo las mazmorras ya                         
tenían complejidad, eran configurables y totalmente accesibles. 
 
➔ PR5​: Se implementó la máquina de estados descrita, profundizando en el estado                       
“Attack” pero sin llegar a conseguir resultados satisfactorios. El enemigo ya se                       
movía, reaccionaba y atacaba, pero su salto era muy errático y su movimiento                         
irreal, puesto que el algoritmo A* contenía algunos desperfectos y el mecanismo                       
de salto era torpe. 
 
➔ PR6​: Se añadieron todas las mecánicas: los cofres, el sistema de vida, el sistema                           
de magia, las monedas de vida y la interfaz actual durante el juego. El juego se                               
podía ganar y perder. Pese a los defectos, DungeonCat tenía todos los elementos                         
que lo constituían como juego que se podía jugar, aunque con un nivel de desafío                             
todavía por ajustar. 
 
➔ PRF​: El prototipo final incluyó una revisión profunda de todo lo implementado                       
con la asistencia del director del proyecto, y la adición de los menús principales y                             
los modos “How To Play”, “AI Testing” y “Procedural Map Testing”. Se realizó un                           
testeo profundo de todos los aspectos del juego y se depuraron parámetros, se                         
solucionaron pequeños comportamientos erráticos y se realizaron pequeñas               
mejoras en eficiencia. 
 
4.1.2. ​Análisis de alternativas 
➔ Sistema de físicas​: ​Unity ofrece algunos mecanismos de físicas: los                   
componentes RigidBody y BoxCollider. Son soluciones rápidas para dotar de                   
fuerza gravitatoria y colisiones a los objetos de la escena, pero cuya                       
configuración deja poco control al desarrollador. Por ese motivo, se decidió                     
implementar un algoritmo de físicas (analizado en el punto 2.4.3.1), un                     
mecanismo que ha resultado sólido pero que ha necesitado mucho testeo para                       
resultar fiable. 
 
➔ Dimensiones del nivel​: Inicialmente se quiso establecer un tamaño de tile                     
(1x1), pero tras comprobar que complicaba la jugabilidad, se cambió a (2x1),                       
dando como resultado niveles más fáciles de explorar. Por otra parte, la intención                         
inicial era que las dimensiones de las habitaciones y las mazmorras fuesen                       
configurables: parametrizar el algoritmo de generación procedural con el número                   
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de habitaciones de alto y de ancho, y lo mismo con los tiles de alto y de ancho de                                     
cada habitación. Sin embargo, esta tarea se pospuso tanto que quedó relegada al                         
olvido y, por falta de tiempo, se eliminó. 
 
➔ Algoritmo de generación procedural​: Este algoritmo ha tomado como                 
referencia el del videojuego Spelunky [21], un sidescroller también con                   
generación procedural que se puede considerar uno de los más efectivos en la                         
tarea de construir niveles que se encuentran en el mercado hasta la fecha. A                           
partir de algunas ideas de su implementación, DungeonCat ha obtenido su propio                       
algoritmo. Se barajó la posibilidad de implementar un segundo algoritmo más                     
sofisticado. Las opciones más atractivas eran algoritmos de generación fractal y                     
algoritmos de simulación. En ambos casos, el mecanismo es mucho más                     
autónomo e independiente de datos previos manuales, aunque también más                   
ineficiente. [22] 
 
➔ Aspecto visual del nivel​: Se contempló la posibilidad de añadirle al algoritmo                       
un mecanismo de aplicación de tileset. En concreto, se estudió en profundidad el                         
selector de tiles dependiente de los vecinos de Saltgames [23], una opción que                         
se postergó y finalmente se eliminó con intenciones de dar preferencia a otros                         
aspectos del desarrollo que se consideraron más críticos y relevantes: el aspecto                       
gráfico no se planificó como un punto primordial en DungeonCat. Así que                       
simplemente se aplicaron materiales a cada uno de los dos tipos de bloques                         
(para que tuviesen comportamiento respecto a la luz de la escena) y se añadió                           
un fondo estático (componente Skybox de Unity). Ambos fueron recursos                   
extraídos de la propia tienda de Unity a coste cero [24][25]. 
 
➔ Reachability​: Se valoró la necesidad de un algoritmo que asegurara que todos                       
los rincones de la mazmorra eran accesibles para el jugador. Se postergó a más                           
adelante y finalmente se eliminó la idea. Se decidió solucionarlo haciendo que el                         
salto del jugador fuera triple y las RoomTemplate estuvieran diseñadas teniendo                     
en cuenta este principio. De esta manera la reachability se garantiza de manera                         
no procedural. 
 
➔ Instanciación del nivel​: La Dungeon está formada por cubos (2x1x1) que se                       
instancian, en la mayoría de ocasiones, adyacentes entre sí. Eso causa dos                       
problemas: el primero, que el hueco entre dos cubos adyacentes realmente                     
existe, y en ocasiones es visible, lo que resulta en un defecto gráfico. El segundo,                             
es que los cubos tienen muchas caras ocultas que se instancian, generando un                         
coste innecesario. 
 
➔ Pathfinding​: La investigación sobre pathfinding en videojuegos reveló que el                   
algoritmo más utilizado y más eficiente en casi todos los casos era el A*, aunque                             
también se valoró otra posibilidad: un sistema de simulación que construyera el                       
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posible camino directamente vía escena (no mediante exploración de un grafo),                     
pero se descartó por complejidad. 
 
➔ Interfaz​: La interfaz de los menús no contempló ninguna duda respecto a su                         
diseño e implementación. Las herramientas de Unity permitieron crear botones y                     
texto con facilidad y solvencia. Sin embargo, para representar los medidores                     
“Life”, “Magic” y “Progress” se valoraron dos opciones: hacer un diseño propio o                         
extraerlo de la tienda de Unity. Finalmente se escogió lo segundo, puesto que en                           
la etapa en la que se implementó (penúltimo prototipo) se quiso agilizar el                         
desarrollo, que ya iba con retraso. 
 
➔ Sprites​: Los sprites utilizados son de creación propia o extraídos de distintas                       
fuentes. Los que representan al gato, al robot y al cofre fueron extraídos de                           
Chrono Trigger[26] en uno de los múltiples repositorios de sprites de Internet; la                         
moneda y el pez dentro de ella fue un diseño propio y el corazón ha sido extraído                                 
de la web de la Facultad. 
 
4.2. ​Plan temporal 
 
4.3. ​Desvíos acontecidos 
La planificación se ha cumplido relativamente, con algunos percances y desfases. Es                       
comprensible que una planificación no se cumpla al pie de la letra en un desarrollo                             
software. Pasamos a enumerar los puntos que han entorpecido el cumplimiento de las                         
fechas previstas en la cronología: 
 
➔ Cuestiones personales​. Debido a que el estudiante ha tenido que compaginar                     
un empleo durante un plazo mayor del previsto, el tiempo dedicado al TFG ha                           
sido menor del esperado y deseado así que, aunque se ha seguido la                         
planificación, no se ha profundizado tanto como se hubiera deseado. 
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➔ Asignaturas paralelas​. Durante los meses de noviembre y diciembre, el                   
estudiante cursó dos asignaturas que le añadieron aún más carga de trabajo y le                           
obligaron a dejar parado el desarrollo durante ese periodo. Por suerte, este                       
tiempo entraba dentro de la desviación prevista: el desarrollo ya llevaba un mes                         
de adelanto cuando se empezó, y se había planificado otro mes extra al final. 
 
➔ La implementación de la IA en el prototipo 5​. Fue difícil ajustar los                         
algoritmos para conseguir un comportamiento cercano al deseado; asimismo el                   
debug del código en Unity, especialmente en este punto, es bastante más                       
complicado que en un entorno habitual, puesto que exige un estudio del flujo de                           
ejecución frame por frame; una tarea costosa y pesada de realizar, que muchas                         
veces requiere más intuición y deducción que análisis determinista del código.                     
Este prototipo sufrió un retraso de dos semanas. 
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5. ​Conclusiones 
 
 
 
 
Finalmente, DungeonCat es una realidad. Su materialización ha sido verdaderamente vocacional           
y motivadora, y por muchos motivos: el aprendizaje de teoría y técnicas de videojuegos ha               
resultado muy enriquecedor; la aplicación de las habilidades adquiridas en el Grado de             
Ingeniería Informática de la Facultad de Informática de Barcelona ha servido para afianzar un              
considerable grado de profesionalidad y, por encima de todo, la sensación de jugar tu propio               
juego ha sido una experiencia incomparable. 
 
El proyecto puede considerarse un éxito. Ahora bien, eso no impide reconocer que muchas              
buenas ideas, conceptuales y técnicas, han quedado fuera del resultado final. Asimismo,            
algunas de las soluciones adoptadas no son las mejores. Del amplio abanico de posibilidades y               
opciones que podrían haber configurado un videojuego apto incluso para la comercialización,            
sólo algunas de ellas han sido implementadas. Sirva también este hecho como precedente para              
tomar conciencia de lo laboriosa y exigente que es nuestra disciplina, la ingeniería informática. 
 
Sería imperdonable obviar el apoyo y asistencia de aquellas personas que han puesto su huella               
en DungeonCat, especialmente a una de ellas: Beatriz, que ha dedicado atención y mimo con sus                
habilidades para que el resultado haya sido lo más redondo posible. 
 
Pero más allá de la realización personal que ha generado DungeonCat, sería una satisfacción              
aún mayor que sirviera de estudio útil para otros estudiantes de la Facultad, y aún más: como                 
precedente para motivarles a que realicen proyectos de similares características que, en última             
instancia, les empujen a dedicarse a los videojuegos. 
 
«​En mi tarjeta de visita, soy un presidente de empresa. En mi mente soy un programador de 
juegos. Pero en mi corazón soy un jugador.​» 
Satoru Iwata, expresidente de Nintendo. 
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