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Tematika naloge:
Tehnologija bločnih verig je prisotna že kar nekaj let. Primarni način je
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3 Pregled področja 5
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Povzetek
Naslov: Izdelava video iger z uporabo tehnologije bločnih verig
Avtor: Matej Leskovšek
Tehnologija bločnih verig je z nami že vrsto let. Primarni način uporabe so
finančne transakcije s tako imenovanimi kriptovalutami, s katerimi podjetja
financirajo svoje projekte. Kako pa je s shranjevanjem podatkov v verigo,
je splošni javnosti manj znano. V svoji diplomski nalogi se bom osredotočil
na shranjevanje podatkov tekom igranja igre na Ethereum bločno verigo, s
katere bom te podatke potem tudi bral.
Rezultati diplomske naloge bodo uporabni za podjetja in posameznike, ki
se ukvarjajo z izdelavo računalnǐskih iger. Moje postopke bodo lahko upo-
rabili za shranjevanje podatkov v lastnih izdelkih. Zaradi uporabe decentra-
liziranega pristopa bodo ti podatki varneǰsi. Kot primer lahko uporabimo
mikrotransakcije, shranjevanje podatkov in dokazov o nakupu, shranjevanje
bančnih kartic in osebne podatke.
Ključne besede: bločne verige, video igre, Solidity, Web3, phaser.

Abstract
Title: Game development using blockchain technology
Author: Matej Leskovšek
Blockchain technology has been around for several years. The primary way
is their use to support cryptocurrency transactions, and other methods of
use (i.e. ledgers) are also gaining ground. In the diploma thesis we examine
the possibilities of using blockchains in the field of computer games, so that
it will record all the important data in connection with them to the chain.
The results of this thesis will be useful for companies and individuals
involved in the development of these games. There are several possibilities
for improvement and we will identify them in the work. However, we will
focus in particular on those that can be implemented on open platforms and
are based on micro transactions.




Računalnǐstvo je področje, ki je vključeno v vsak del našega življenja. Od
osebnih računalnikov, industrije, avtov in kuhinjskih aparatov do zabave.
Video igre so področje, ki se je pričelo razvijati leta 1950 s prvo računalnǐsko
igro ”Bertie the Brain”, arkadno igro, ki jo je razvil Josef Kates. [1] V pri-
hodnjih letih so se igre in njihova kvaliteta razvijale eksponentno do danes,
ko je včasih po izgledu iger že težko ločiti med zajemom slike igre ali realno
fotografijo. Primer je grafično hiperrealistična igra, izdana leta 2020, The
Last Of Us 2 (Slika 1.1a).
(a) simulacija [2] (b) realnost [3]
Slika 1.1: Primerjava simulacije in realnosti
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Z razvojem bločnih verig in novega načina shranjevanja ter varovanja
podatkov je bila tehnologija bločnih verig kmalu vključena tudi v svet elek-
tronske zabave. Razvijalci iger so testno pričeli to tehnologijo vključevati v
svoje igre. Eden teh načinov je uporaba verige Ethereum, na katero bom v
svojem diplomskem delu tudi sam shranjeval podatke.
Poglavje 2
Motivacija
Za to problematiko sem se odločil, ker dosti svojega prostega časa posvetim
igranju igric. Poleg zanimanja za oblikovanje le-teh mi je zanimiv tudi kon-
cept bločnih verig. Ko sem izvedel, da se da podatke shranjevati na bločno
verigo, sem se odločil svoji zanimanji združiti v eno. Ta tema še ni bila obrav-
navana v sklopu diplomskih del v Sloveniji, zato me je še posebej pritegnila.
Moj namen je spoznati delovanje shranjevanja podatkov v bločno verigo in
razvoj igre, ki bo osredotočena na uporabo te tehnologije.
Konkretni cilj mojega diplomskega dela je prikazati uporabnost te tehno-
logije poleg standardne uporabe s kriptovalutami. Glavni korak do tega cilja
je pripraviti preprosto video igro, ki bo prikazala uporabo verige na pameten
način. Potrebno bo vzpostaviti povezavo na (testno) verigo, shraniti podatke
nanjo in brati z nje, vse tekom igranja igre. S svojim diplomskim delom želim





Področje uporabe bločnih verig v video igrah je noveǰse področje, ki se je
pojavilo z nastankom bločnih verig. Je v procesu razvoja, kar pomeni, da v
praksi še ni široko uporabljeno. Razlog za to je novost področja, kar marsika-
terega razvijalca odbija. Zanesljivost je namreč temeljno načelo programske
opreme, kamor sodijo tudi video igre, le-te pa bločne verige še ne ponujajo
stoodstotno.
Manǰsi razvijalci, ki niso odvisni od večjih korporacij, pa v to področje
dosti posegajo. Število iger, ki uporabljajo tehnologijo bločnih verig, na
portalu Steam iz dneva v dan raste. [4] Pri nas, v Sloveniji, je področje
takšnih iger žal še nedotaknjeno, kar me je dodatno spodbudilo k izboru te
teme za diplomo. Z diplomskim delom bi rad dosegel vǐsje poznavanje te





Hipoteze, ki jih bom v svojem diplomskem delu preverjal, so:
H1: shranjevanje podatkov z uporabo tehnologije veriženja blokov se da eno-
stavno implementirati v preprosto video igro;
H2: hitrost shranjevanja podatkov na bločno verigo je primerljiva s hitrostjo
shranjevanja podatkov v standardno centralizirano podatkovno zbirko;
H3: pristop shranjevanja občutljivih informacij je bolǰsi z uporabo bločne
verige kot z uporabo standardnih pristopov shranjevanja v bazo podatkov.
Hipoteze bom poskusil med pisanjem diplomskega dela potrditi ali zavrniti,
odvisno od rezultatov raziskovanja. Do rezultatov bom prǐsel z uporabo
metode študije primera, s katero bom natančno proučil to področje. Z de-





Teoretične osnove bločnih verig
Pri uporabi spletnih storitev in interneta je prvo vprašanje, ki si ga zastavi
vsak, vprašanje varnosti. Podatki, ki se delijo prek spleta, morajo biti ustre-
zno zavarovani. Z napredkom računalnǐstva in interneta so se razvijali ra-
znovrstni varnostni protokoli, kot so na primer Secure Sockets Layer (SSL),
Transport Layer Security (TLS) ali varnostni žetoni, ki na različnih nivojih
komunikacije skrbijo za varnost podatkov. A zakaj razvijati napredno teh-
nologijo, kot je bločna veriga, če je za varnost že tako ali tako poskrbljeno?
5.1 Nastanek bločnih verig
Tehnologija bločnih verig je v osnovi decentralizirana javna baza podatkov, ki
vsebuje informacije o vseh transakcijah oziroma dogodkih, ki so bili izvedeni
med sodelujočimi. Prvi zametki te tehnologije so se pojavili že leta 1982, ko je
kriptograf David Chaum predstavil bločnim verigam podoben protokol. [5] Z
nekaj leti premora sta Stuart Haber in W. Scott Stornetta leta 1991 predsta-
vila opis prve kriptografsko zavarovane bločne verige. V sledečih letih je več
računalničarjev razvijalo razne teorije, kako realizirati to tehnologijo, dokler
niso leta 2008 razvijalci (ali razvijalec) pod psevdonimom Satoshi Nakamoto
izdali članka z opisom delujočega modela za bločne verige. V prihodnjem letu
je isti neznani avtor Nakamoto razvil še prvo implementacijo bločne verige,
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ki jo je predstavil s kriptovaluto Bitcoin [6].
Princip tehnologije temelji na sledeči ideji: lažje je ukrasti pǐskot iz ko-
zarca v shrambi kot iz kozarca sredi tržnice, kjer te opazuje več tisoč ljudi.
Vsaka transakcija, ki je izvedena na verigi, je zakodirana, preverljiva in ne-
spremenljiva. Zaradi teh lastnosti je to tehnologija prihodnosti, ki bo, ozi-
roma je do neke mere že, uporabljena za hranjenje in varovanje informacij.
Algoritem za verigo je preprost, a hkrati skoraj stoodstotno zanesljiv, dokler
je večina (nad 50 %) sodelujočih računalnikov poštenih.
5.2 Delovanje bločnih verig
Tehnologija bločnih verig deluje na preprostem algoritmu za kriptiranje po-
datkov. Za kriptiranje se uporabljajo tako imenovane enosmerne zgoščevalne
funkcije, ki z uporabo vhodnih podatkov pripravijo zaporedje znakov ali niz,
ki je za te podatke edinstven.
5.2.1 Šifriranje podatkov
Pri bločnih verigah so vhodni podatki za mešalni algoritem sestavljeni iz
aktivnega bloka podatkov, preǰsnjega zaporedja in ”nonce” vrednosti.
Aktivni blok podatkov so vse transakcije, ki so se zgodile v določenem
časovnem bloku, odvisnem od verige. V Ethereum verigi je ta časovni blok
med 10 in 19 sekund [7], v Bitcoin verigi pa deset minut [8]. Transakcije si v
bloku sledijo kronološko glede na vrstni red izvršitve, saj lahko tako zagoto-
vijo pristnost. Ko je blok transakcij poln, se izvede kriptiranje podatkov in
dodajanje v verigo.
”Nonce” vrednost je enkratna vrednost, ki je uporabljena za dodatno
mero varnosti zgoščevanja podatkov in je unikatna za vsak nov blok podat-
kov. Računalniki, ki v omrežju služijo kot ”rudarji”, med seboj tekmujejo
v preračunavanju funkcije in iskanju nonce vrednosti n. To število mora, ko
je vstavljeno v funkcijo, skupaj s trenutnim blokom in preǰsnjim zaporedjem
sestaviti novo zaporedje, v katerem je po zgoščevanju na začetku zgoščene
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vrednosti določeno število ničel – od tod ime ”nonce” vrednost. Iskanje
takšnega števila je časovno zamudna naloga, zato je računalnik, ki najde pri-
merno vrednost, za to nagrajen z določeno količino kriptovalute, ki pripada
tej verigi.
Rezultat kriptiranja je zaporedje znakov ali niz, računalnǐsko ”string”,
ki je zašifriran z algoritmom in je unikaten glede na vhodne podatke. Teh-
nologija bločnih verig izkoristi to lastnost za generiranje preverljive verige
podatkov, kjer je vsak naslednji blok zašifriran z uporabo vseh preǰsnjih blo-
kov. S tem algoritem doseže varnost podatkov pred ponarejevanjem, saj bi
za eno spremembo izvedene transakcije morali spremeniti vse bloke pred njo,
kar pa je računsko izjemno zahtevno.
Vir: [9]
Slika 5.1: Prikaz delovanja zapisa bloka v verigo
5.2.2 Šifrirna funkcija
Funkcija, ki je v Ethereum verigi uporabljena za šifriranje blokov, se imenuje
KECCAK-256, ki je podobna SHA-3 algoritmu za šifriranje podatkov. Raz-
likujeta se v pripeti ”01” na koncu niza. Psevdokoda algoritma je prikazana
v sledeči kodi.
Psevdokoda: [10]
Keccak[r,c](Mbytes || Mbits) {
# Padding
d = 2^|Mbits| + sum for i=0..|Mbits|-1 of 2^i*Mbits[i]
P = Mbytes || d || 0x00 || ... || 0x00
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P = P xor (0x00 || ... || 0x00 || 0x80)
# Initialization
S[x,y] = 0, for (x,y) in (0...4,0...4)
# Absorbing phase
for each block Pi in P




Z = empty string
while output is requested





V psevdokodi lahko opazimo, da funkcija sprejme dva parametra. Keccak[r,c]
kot r prejme bitrate, kot c pa kapaciteto. Pri nastavitvah r = 1088 in c =
512 dobimo SHA-256 verzijo algoritma. Kot vhodne podatke Keccak prejme
niz bitov ali bajtov podakov, ki jih zašifrira. Z uporabo tega pristopa je v
Ethereum bločni verigi implementirano šifriranje blokov. Za manipuliranje
z informacijami v blokih so razvijalci odkrili pristop z uporabo pametnih
pogodb, ki omogočajo poleg hranjenja transakcij še shranjevanje in branje
poljubnih podatkov na verige.
5.2.3 Pametne pogodbe
Pametna pogodba (angl. smart contract) je računalnǐski protokol, namenjen
olaǰsanju digitalnega shranjevanja, preverjanja ali uveljavljanja podatkov,
zapisanih z uporabo te pogodbe [11]. Podatki, ki so shranjeni v decentra-
liziranem podatkovnem modelu, so dostopni vsem sodelujočim, so varni in
zanesljivi. Z uporabo programskih jezikov, ustvarjenih za pisanje pametnih
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pogodb, lahko na verigo zapǐsemo podatke. Najprej se na verigo pošlje zah-
tevo po shranjevanju podatkov. Shranjeni so nato prosto dostopni z uporabo
poljubnih programskih jezikov z referenco na to pogodbo. [12]
Pomemben vidik takšnih pogodb je zaupanje v podatke, saj se le-ti zapǐsejo
na verigo šele, ko se obe strani strinjata s pogoji pogodbe oziroma zapisa.
Zaradi zanesljivosti zapisanih podakov, ki so zavarovani s šifriranjem, ni po-
trebe po tretjih osebah za preverljivost podatkov, saj so ti ves čas takšni,
kot so bili zapisani s prvotnim shranjevanjem na verigo. Uporab za pametne
pogodbe je vedno več, s časom naj bi bile zmožne zamenjati dosti trenutnih,
zastarelih pristopov hranjenja in potrjevanja podatkov. S tem bi določene
procese pohitrili, pocenili in naredili bolj odporne proti goljufiji [11].
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5.3 Uporabnost bločnih verig
Bločne verige so se v času razvoja preoblikovale iz platforme za finančne
transakcije (Bitcoin) v splošno namenske platforme, ki služijo več kot le za
izvajanje transakcij. Shranjevanje, varovanje in branje poljubnih podatkov je
uporabo za bločne verige razširilo na potencialno vsa področja računalnǐstva
in informatike. Z uporabo pametnih pogodb je komunikacija z verigo eno-
stavna in hitra, podatki pa so vedno zavarovani in zanesljivo pristni.
Za uporabo pri razvoju iger so pogodbe dober sistem shranjevanja po-
datkov, opravljanja transakcij med stranko in ustvarjalcem ter za hranjenje
osebnih podatkov uporabnikov [13]. ”Kripto igra” imenovana CryptoKitties
je dober primer uporabe te tehnologije v video igrah. Vsaka mačka predsta-
vlja en žeton na verigi, na kateri se podatki zapisujejo in berejo s pomočjo
pametnih pogodb. Vsaka kripto mačka je edinstvena in pripada enemu upo-
rabniku. Spremeniti je ne more nihče drug kot lastnik, niti razvijalci igre. S
to igro so tako dobro prikazali uporabnost in zanesljivost bločnih verig, da je
muzej ”ZKM Center for Art and Media Karlsruhe” igro uporabil za prikaz
delovanja bločnih verig. [14]
Pri izdelavi igre sem bločno verigo izbral za shranjevanje podatkov, ki
jih med igranjem igre potrebujem in posodabljam. Z uporabo ponujenih
knjižnic za programiranje z bločnimi verigami sem izbral implementacijo pa-
metne pogodbe, napisane v programskem jeziku Solidity, do katere dostopam
s pomočjo jezika JavaScript.
V razvoju in potrjena je prva igra, ki temelji na tehnologiji bločnih verig,
izdana za Sonyjev PlayStation 4, imenovana Plague Hunters. [15] Predsta-
vlja velik korak pri uporabi bločnih verig v video igrah in je pomembna za
nadaljnji razvoj tega področja. Z uspešno in učinkovito implementacijo bo
potrdila možnost uporabe te nove tehnologije in jo potencialno ustalila kot
naslednji korak v izdelavi iger [13]. Zaradi novosti in nerazvitosti področja
obstaja še dosti nepreverjenih faktorjev, ki vplivajo na uspešnost, zato sem
svojo igro poskusil dobro implementirati in analizirati.
Poglavje 6
Izdelava video igre
Razvoj vsake video igre vsebuje več korakov do končnega izdelka. Pomembna
je izbira platforme, na kateri bo igra temeljila, sledi izbor primernih program-
skih jezikov. Pripraviti je potrebno koncept igre, zgodbo, stil grafike in najti
tisto dodano vrednost, ki bo igro ločevala od množice ostalih na trgu.
Potrebno je analizirati omejitve izbranih tehnologij, njihovo efektivnost
in primernost glede na koncept igre. Zaradi preproste osnove sem se odločil
za video igro, ki bo postavljena na moji spletni strani atremic.com, izbrani
programski jeziki pa bodo vsi spletne narave (HTML5, CSS, JavaScript, So-
lidity).
6.1 Uporabljene tehnologije
Za selekcijo uporabljenih tehnologij je imela pomemben vpliv izbira plat-
forme, na kateri bi bila igra postavljena. Spletne igre so z nami že od leta
1996 z nastankom ActionScript [16] programskega jezika za ”frame-by-frame”
animacije. Od njegovega nastanka so se pojavili številni programski jeziki za
animiranje spletnih vsebin in igranje iger. Eden izmed teh je tudi Java-
Script, natančneje knjižnica Phaser, uporabljena v mojem diplomskem delu.
Igre, ki se igrajo prek brskalnikov, so večinoma preprosteǰse, z manj grafične
zahtevnosti, kar je popolno za mojo igro.
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Knjižnica, ki sem jo uporabil za izdelavo logike in prikaz igre, temelji
na JavaScriptu in je imenovana Phaser.js [17]. Zaradi enostavne uporabe in
tekočega delovanja se mi je zdela primerna za ta projekt.
Vir: [17]
Slika 6.1: Ogrodje Phaser.js
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Poleg ogrodja za igro sem potreboval še ogrodje za integracijo bločnih
verig, za kar skrbi JavaScript knjižnica Web3 [18]. Ta predstavlja Ethereum
JavaScript API, prek katerega lahko moja igra komunicira z bločno verigo
Ethereum. Tako lahko podatke, potrebne za delovanje video igre, shranjujem
in berem z verige po potrebi.
Pomembna komponenta igre je pametna pogodba, s pomočjo katere lahko
manipuliramo s podatki na bločnih verigah. Napisana je v programskem je-
ziku Solidity, ki je poseben programski jezik, predlagan leta 2014 [19]. Izbral
sem ga, ker bodo moji podatki v igri shranjeni na Ethereum verigi, kjer je
Solidity primarni programski jezik za pametne pogodbe.
Vir: [20]
Slika 6.2: Solidity in Ethereum
18 Matej Leskovšek
Podporne funkcije, ki skrbijo za pravilno delovanje vseh komponent igre,
so napisane v programskem jeziku JavaScript, ki je že leta glavni jezik za
spletno programiranje. Seveda brez uporabe jezikov HTML5 (Hyper Text
Markup Language 5) in CSS (Cascading Style Sheet) spletna igra, kot sem si
jo zamislil, ne bi obstajala. Prvi izmed jezikov skrbi za postavitev elementov
na stran in vključevanje skript igre. Drugi jezik, CSS, skrbi za izgled in
postavitev elementov na spletni strani.
S kombinacijo vseh opisanih programskih jezikov je mogoča realizacija
igre, ki za delovanje uporablja bločno verigo. Izbor pravih tehnologij je le
prvi korak k nastanku končnega produkta, realizacija pa je tisti pravi izziv
pri uporabi noveǰsih pristopov k izdelovanju video iger.
6.2 Izdelava video igre
Po izboru primernih tehnologij za izdelavo posameznih komponent igre je
naslednji korak izdelava le-te. Začel sem pri izdelavi grafičnih elementov, saj
sem želel koncept izdelka videti vnaprej, da bi lahko kasneje lažje programiral
logiko igre.
6.2.1 Izdelava grafičnih elementov
Odločil sem se za arkadni ”pixel art” pristop (slov. točkovna slika), saj je
najbolǰsi za preproste igre. Za pripravo grafike igre sem uporabil spletni
urejevalnik slik, ki je namenjen prav ustvarjanju pixel art slik, imenovan
Lospec [21], in program za urejanje slik GIMP2 [22].
Zgodba arkadne igre temelji na raketi, ki mora planet varovati pred me-
teornim dežjem, ki bi ga uničil. Igralec mora vse asteroide zadeti, preden
le-ti zadenejo njega ali mu uidejo mimo in uničijo planet. Za izvedbo tega
koncepta sem potreboval elemente, ki so na sliki 6.3
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Slika 6.3: Potrebni grafični elementi za izgled igre
Vsi elementi so pripravljeni z uporabo programa Lospec in olepšani z
uporabo urejevalnika slik GIMP2 [22]. Z uporabo teh dveh orodij sem lahko
dobil točno takšen izgled elementov, kot sem ga želel. Ozadje je, z uporabo
programskega jezika JavaScript, v igri animirano, da dobi igralec občutek
letenja skozi vesolje.
Vsaka igra mora imeti glavni pogled, ki se ga igralcu prikaže ob vstopu
v aplikacijo. Različne menije sem za svojo igro naredil z uporabo jezikov
HTML in CSS, s katerima sem dosegel želen izgled za vse elemente, med
katerimi se preklaplja pred, med in po igranju igre s pomočjo JavaScripta.
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Slika 6.4: Glavni prikaz ob vstopu na stran
Poleg glavnega pogleda sem moral ustvariti še pogled za meni, ko igralec
igro začasno ustavi, ter pogled, ko igralec igro zmaga ali izgubi. Držal sem
se istega stila kot pri glavnem meniju, da ima spletna stran oziroma igra
celovito sestavo.
(a) Prikaz sporočila, da je igra na pavzi.
(b) Prikaz sporočila, ko igralec izgubi.
(c) Prikaz sporočila, ko igralec zmaga.
Slika 6.5: Prikazi sporočil za igralca
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Vse grafične elemente strani sem ustvaril vnaprej, zato da bi nadaljnje
programiranje igre lahko čim lažje testiral. Elemente je bilo potrebno sedaj
le še povezati in dodati logiko igre, da bi ta delovala, kot je bilo zamǐsljeno.
Glasba in zvok
V igro sem vključil še prostodostopno glasbo in zvok, da ima igra še zvočne
elemente, ki ji dodajo globino in igralca v igro še dodatno pritegnejo. Glasbo
sem prilagodil vesoljski tematiki, da je celotna igra lepo zaokrožena. Vir
glasbe in zvokov je spletna platforma YouTube, kjer lahko uporabniki naložijo
posnetke, glasbo in zvoke ter jih naredijo prosto dostopne brez avtorskih
pravic.
6.2.2 Programiranje igre
Kot katero koli spletno stran sem tudi svojo (igro) pričel z vstopno stranjo.
To je glavna stran, na katero se povežejo vse ostale podstrani in elementi.
Imenoval sem jo index.html, po standardu za vstopne strani pri izdelovanju
spletnih aplikacij. Programska koda strani vsebuje povezave na vse sestavne
















Slika 6.6: Povezovanje komponent
Vsebuje tudi razporeditev in tekst glavnega pogleda, prikazanega v preǰsnjem
poglavju (Slika 6.4). Glavni del vstopne strani je element, poimenovan kot
”gamespace”, v katerem se izvaja celotna igra. Povezan je na JavaScript
kodo, ki skrbi za zagon in posodabljanje tega elementa, da je igranje igre
sploh omogočeno.
Zagon igre
Ko igralec pritisne na gumb ”PLAY” na vstopni strani, se pogled po treh
sekundah spremeni in igralec prične z igranjem igre. A da je to mogoče, mora
JavaScript poskrbeti za pripravo, zagon in osveževanje igre. Za pripravo
grafičnih elementov skrbi koda, ki je spisana v ”preload.js”, za zagon igre pa
koda v ”game.js”.
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function preload () {






Slika 6.7: Koda za prednalaganje slik
function () {














game = new Phaser.Game(config);
}
Slika 6.8: Glavna koda zagona igre
Iz kode na izpisu 6.8 lahko razberemo, da je zagon igre precej preprost.
V funkciji vidimo pripravo Json spremenljivke config, v katero vključimo vse
potrebne osnovne informacije za pripravo in zagon igre. Igri določimo, da bo
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tipa Phaser.WEBGL (vnaprej izbrana knjižnica za spletne igre). Sporočimo
ji, da bo delovala v elementu strani ”index.html” imenovanem gamespace, ka-
terega dimenzije so 800x600. V sceni povemo, kako se imenujejo datoteke za
prednalaganje grafike, kreiranje in posodabljanje igre. V config spremenljivki
povemo, da bo igra v stilu ”pixel art-a”. Ko so vse nastavitve pripravljene,
igro zaženemo z vrstico: ”game = new Phaser.Game(config)”.
Kreiranje igre
Kreiranje igre poteka v kodi datoteke ”create.js”. V njej se nastavijo vse spre-
menljivke, potrebne za pravilno delovanje igre. Grafični elementi se naložijo
na enote, ki jih predstavljajo v igri. Poleg grafičnih elementov, se pripravi še
časovnik (angl. timer), ki beleži, kako dolgo igralec igra.
//prepare the background
bg = this.add.tileSprite(400, 300, 800, 600, ’background’);
//prepare timer text
timer_text2 = this.add.text(10, 10, "Current time: ", null);
timer_text = this.add.text(150, 10, timer, null);
//prepare the size and position of the player sprite
player = this.add.sprite(this.cameras.main.width / 2,
this.cameras.main.height - 75, ’player’);
player.setScale(0.15);
player.setOrigin(.5);
//create keyboard input recognition
cursors = this.input.keyboard.createCursorKeys();
escape = this.input.keyboard.addKey(’ESC’);
Slika 6.9: Koda za pripravo elementov
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Doda se še koda tipk za igranje igre, kar vidimo v spremenljivkah ”cur-
sors” in ”escape”, kamor se shrani povezava s tipkami na tipkovnici. Koda
datoteke poskrbi še za pripravo in shranjevanje meteorjev ter prikaz trenu-
tnega najbolǰsega časa, kodo katerega bom prikazal kasneje v poglavju
”6.2.3 Integracija bločne verige”.
Igranje igre
Že v fazi načrtovanja igre sem določil, da bo le-ta tekla s 60 sličicami na
sekundo, kar pomeni, da se pogled osveži 60-krat v sekundi. S tem dosežemo
tekoče igranje igre, brez zakasnitve zaznavanja vhodnih ukazov igralca. Za
takšno osveževanje skrbi programska koda, shranjena v datoteki ”update.js”,
ki se kliče 60-krat na sekundo. V vsakem klicu funkcija ”update” stori slednje:
 vsakih 60 sličic povǐsa časovnik za eno sekundo,
 preveri, ali igralec želi ustreliti in ali lahko,
 vsake pol sekunde preveri, ali lahko ustvari nov meteor,
 poskrbi za premik (animacijo) ozadja,
 poskrbi za premik rakete, če jo igralec želi prestaviti,
 poskrbi za premik meteorjev in metkov, ki so trenutno na ekranu,
 v primeru pritiska na tipko ”ESC”, poskrbi za začasno ustavitev igre.
Z uporabo te funkcije je igri omogočeno tekoče delovanje in igralcu pri-
jetna izkušnja brez nepotrebnih zamujanj. S pomožnimi funkcijami, ki se
kličejo med izvajanjem igre, le-ta deluje perfektno.
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Pomožne funkcije
Pomožne funkcije so shranjene v datoteki ”support.js”. So funkcije, ki skrbijo
za preverjanje določenih dogodkov med igranjem, kot so: trki z meteorji,
ugotavljanje konca igre in funkciji ”play()” ter ”pause()”, ki skrbita za prikaz
in pavziranje igre.
function endDetect(){
for(var i = 0; i < meteors.length; i++){
meteor = meteors[i];
if(player.x > (meteor.x - meteor.width/2 -20)
&& player.x < (meteor.x + meteor.width/2 + 20)
&& player.y > (meteor.y - meteor.height/2)














Slika 6.10: Koda za končanje igre
Koda, v izpisu kode 6.10, preveri, ali je igralec morda trčil v meteor, ali
pa je meteor igralcu ušel in zadel planet za njim. V tem primeru se kliče
funkcija ”gameOver()”, ki poskrbi za shranjevanje najbolǰsega rezultata, če
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je ta bil dosežen. Funkcija nato igro osveži in igralcu ponudi možnost za
ponovni poskus.
6.2.3 Integracija bločne verige
Ko je logika igre spisana in vsi elementi pravilno delujejo, je potrebno poskr-
beti za branje, primerjanje in shranjevanje najbolǰsega rezultata igralca. Za
ta namen sem v igro vključil bločno verigo Ethereum, na katero shranjujem
podatek o najbolǰsem rezultatu igralcev, ki so igro odigrali.
V igro so zato bile vključene datoteke, ki skrbijo za komunikacijo z Ethe-
reum verigo. ”web3.min.js” in ”contract.js” sta datoteki, ki neposredno vse-
bujeta funkcije in spremenljivke, ki jih zahteva veriga za integracijo. Web3 je
knjižnica, ki sem jo izbral za integracijo bločne verige. Uporabljam jo za po-
vezavo z ”MetaMask”, ki je aplikacija oziroma razširitev, ponujena v Google
Chrome brskalniku. Ta omogoča nadzor nad računi uporabnika, ki so pove-
zani na Ethereum verigo. Omogoča tudi pregled in potrjevanje transakcij.
if (typeof web3 !== ’undefined’) {










console.log(’Please install MetaMask to continue.’)
}
Slika 6.11: Koda za povezavo na Ethereum verigo
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Vsak uporabnik, ki želi igrati, mora na svoj brskalnik naložiti MetaMask,
saj brez tega igra ne bo delovala. V prvi vrstici kode se preveri, ali brskal-
nik dobi Web3 povezavo z aplikacijo MetaMask. V primeru da povezave
ni, uporabnik razširitve nima naložene in se mu izpǐse obvestilo o napaki.
Ob uspešni prijavi se sproži funkcija ”ethereum.enable()”, ki vrne naslove
uporabnika na Ethereum verigi blokov. Trenutni naslov shranimo.
Po prijavi v MetaMask ob vstopu na stran se izvede poizvedba na Ethe-
reum verigo, s katero igra pridobi informacijo o trenutnem najbolǰsem re-
zultatu prijavljenega igralca. Koda je zapisana v datoteki ”create.js”, kjer z
uporabo pametne pogodbe igra pridobi informacije z verige.





hs_text = this.add.text(10, 30, "Best time:", null);






Slika 6.12: Koda za pridobivanje najbolǰsega rezultata
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”Highscores” je spremenljivka, uporabljena v kodi (izpis kode 6.12), na-
stavljena v datoteki ”contract.js”. Vsebuje pametno pogodbo, s katero do-















Slika 6.13: Koda za povezavo pametne pogodbe
S klicem funkcije ”Highscores.getHighscore(...)” pametno pogodbo, shra-
njeno na naslovu ”0x29AE26a538846F3ccDD28071b220f5406490Dc15”, pro-
simo za podatek o najbolǰsem rezultatu trenutno prijavljenega igralca. Ta
podatek se shrani v spremenljivko ”hs”, ki jo uporabim za prikaz rezultata
na ekranu in primerjavo z rezultatom igralca po odigrani igri.
Ko igralec igro zaključi, se v prej omenjeni funkciji ”gameOver()” izvede
primerjava trenutnega rezultata z najbolǰsim rezultatom, shranjenim na ve-
rigi. V primeru da je trenutni rezultat slabši od najvǐsjega, se igralcu izpǐse
sporočilo o izgubi (Slika 6.5). V primeru da svoj najbolǰsi rezultat premaga,
se kliče funkcija ”Highscores.setHighscore(...)”.
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Slika 6.14: Koda za nastavljanje najbolǰsega rezultata
Funkcija kliče pametno pogodbo in ji poda rezultat, ki ga ta shrani na
verigo. Uporabniku se prikaže pojavno okno aplikacije MetaMask, ki ga
prosi za potrditev transakcije oziroma shranjevanja. V primeru da uporabnik
zavrne shranjevanje, se mu prikaže napaka ”Something went wrong with
saving the highscore!”, igra pa se osveži. Če transakcijo uporabnik potrdi,
pa se izvede shranjevanje podatka na verigo in osvežitev strani.
Zaradi časa, ki ga Ethereum omrežje potrebuje za zapis novega bloka, je
na shranjevanje rezultata potrebno počakati (okrog 20 sekund). Uporabnik
mora zato po potrditvi počakati, da se rezultat shrani na verigo, preden se
mu pojavi gumb ”REPLAY” in lahko igro ponovno igra.
Pametna pogodba
Za povezavo med igro in Ethereum verigo je uporabljena pametna pogodba.
Knjižnica Web3 s to pogodbo zna komunicirati, a brez nje igra ne more
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delovati. Kot sem že omenil v poglavju ”6.1 Uporabljene tehnologije”, sem
za pisanje svoje pametne pogodbe izbral programski jezik Solidity, saj je
moja izbrana veriga Ethereum. Koda pogodbe je preprosta, a poskrbi za
vse, kar potrebujem za ustvarjanje svoje igre.
Slika 6.15: Pametna pogodba v Solidity jeziku
Pogodba vsebuje vse potrebne funkcije za komunikacijo z verigo in shra-
njevanjem podatkov. Funkciji ” incrementPlayers()” in ” addPlayerAddress()”
skrbita za dodajanje novega igralca, če ta obǐsče igro. Funkciji ”setHigh-
score(...)” in ”getHighscore(...)” manipulirata s shranjenimi rezultati.
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Vsi najbolǰsi rezultati za vsakega igralca, ki igro odigra, so shranjeni v
spremenljivki ”highscores”. Spremenljivka je enodimenzionalna tabela, ki
Ethereum naslove igralcev poveže z njihovim najbolǰsim rezultatom. Po-
godba tako lahko podatke shrani in bere z uporabo
” highscores[<UPORABNIKOV NASLOV>]”.
Z integracijo bločne verige in pametne pogodbe je zadnji element izde-
lovanja vključen, igra pa je pripravljena na testiranje. Zaradi preprostega
koncepta je igra dober prikaz integracije bločne verige v razvoj in delova-
nje video iger. A kljub preprosti integraciji morda ta pristop ni najbolǰsi za
vključitev verige. Efektivnost novega načina bom preveril v poglavju 7.1, kjer
bo cilj ugotoviti učinkovitost shranjevanja podatkov na Ethereum verigo.
Poglavje 7
Analiza delovanja video igre
7.1 Hitrost shranjevanja podatkov
Pomemben podatek pri uporabi novih tehnologij je primerjava delovanja. V
našem primeru gre za shranjevanje in branje podatkov na verigo. Hitrost
izvedbe bo potrebno primerjati s trenutnimi tehnologijami. Za večino sple-
tnih iger se za shranjevanje podatkov uporablja baza podatkov, shranjena na
strežniku lastnika. Povprečna hitrost shranjevanja enega številskega podatka
na strežnik je za takšen pristop 615 ms ali 0.615 sekunde [23].
Slika 7.1: Čas odgovora za Googlov strežnik
Zaradi bolǰse primerjave sem se odločil vzeti povprečno hitrost ogovora
povezave na Google strežnik, ki je merila 58 ms (slika 7.1). S tem sem dobil
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enega najbolǰsih odzivnih časov trenutnega načina shranjevanja in branja
podatkov. Za primerjavo sem shranjevanje podatka o najbolǰsem rezultatu
pognal tridesetkrat in izračunal povprečno hitrost shranjevanja.
Čas shranjevanja sem meril od trenutka, ko sem potrdil transakcijo, in do
trenutka, ko je MetaMask javil, da je bila transakcija uspešna. Povprečni čas
sem izračunal z uporabo vseh podatkov po formuli 7.1 za izračun povprečja,










































Tabela 7.1: Čas shranjevanja podatkov na verigo
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Ko sem vrednost preračunal z uporabo podatkov iz tabele 7.1, sem prǐsel
do zaključka, da je povprečen čas transakcije na Ethereum verigo 18.76 se-
kund, kar je dosti počasneje od trenutnega standarda. Pri testiranju časa
branja sem prǐsel do ugotovitve, da je čas pridobivanja podatkov z verige
primerljiv s pridobivanjem podatkov s strežnika ali oblaka, saj je čas tran-
sakcije v povprečju bil le okrog 200 ms.
Z vidika branja podatkov je uporaba bločnih verig vseeno smiselna, a je
čas shranjevanja bistveno slabši od trenutnega standarda. Zakaj bi se torej
razvijalci odločili za uporabo bločnih verig za razvoj video iger namesto usta-
ljenega pristopa? Eden izmed razlogov bi lahko bila visoka varnost shranjenih
podatkov, ki jo bom proučil v poglavju 7.2.
7.2 Varnost podatkov
V poglavju ”5.2 Delovanje bločnih verig” sem omenjal šifriranje podatkov v
verigi. V tem poglavju bom analiziral, kako varni so dejansko ti podatki.
Odgovor se skriva v ključnih lastnostih, ki jih je Satoshi Nakamoto vključil
v prvotno Bitcoin verigo.
Odvečnost (angl. redundancy), prva od lastnosti, je najpomembneǰsa la-
stnost, ki skrbi za varnost podatkov v bločni verigi. Vsak uporabnik, ki ima
eno polno vozlǐsče oziroma ”denarnico”, ima hkrati pri sebi popoln zapis
o vseh transakcijah, opravljenih na tej verigi. Preden se kateri koli poda-
tek zapǐse na verigo, mora biti potrjen od večine sodelujočih uporabnikov
(računalnikov). Potrditev je dosežena, če več kot polovica sodelujočih polnih
vozlǐsč potrdi verodostojnost podatkov za hranjenje. Odvečnost tako zah-
teva več neodvisnih, decentraliziranih in preverjenih potrditev, zaradi česar
je praktično nemogoče vstaviti netočne ali lažne podatke v zapis verige. Za
takšno dejanje bi moral zlonamernež napasti več kot polovico sodelujočih
računalnikov, kar pa je na ustaljenih in široko razširjenih verigah praktično
nemogoče.
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Večkrat omenjena decentralizacija podatkov prav tako močno vpliva na
njihovo varnost. Brez centraliziranega mesta za hranjenje podatkov bi moral
zlonamerni akter hkrati napasti in spreminjati vsako povezano denarnico,
vključno z varnostnimi kopijami le-teh. Decentralizacija kriptovaluto prav
tako varuje pred fizičnimi problemi, kot so naravne nesreče ali okolje, ki bi
lahko vplivali na mrežo.
Kljub temu da na zunaj bločne verige delujejo zapletene in napredne, so v
svojem jedru programersko gledano precej preproste. Ta enostavnost zmanǰsa
verjetnost, da bi napadalci izkoristili neznane ranljivosti, saj je te s preprosto
zgradbo zelo lahko odkriti pravočasno. S tem preprostim algoritmom so
vsi podatki decentralizirani, shranjeni na več mestih po omrežju in močno
zakriptirani, s čimer je ponarejanje le-teh izjemno zahtevno.
Vse verige imajo v osnovi podobno zgradbo. A zakaj imamo toliko
različnih? Lastnost, ki je za to zaslužna, je prilagodljivost. Ko se razvi-
jalec odloči za začetek nove kriptovalute, se lahko bodisi odcepi od poljubne
obstoječe verige ali pa svojo zgradi iz nič. S tem lahko verigi poljubno doda
ali odvzame funkcionalnosti in doda vrsto varnosti, ki je prej ni imela. Tako
lahko razvijalci še dodatno poskrbijo za varnost podatkov na svoji verigi.
Z vsemi do sedaj omenjenimi lastnostmi v mislih se lahko na koncu skon-
centriram še na najpomembneǰso, upravljanje. Bločne verige uporabljajo
demokratično upravljane strukture, ki zagotavljajo varnost pred nadvlado
posameznika ali manǰse skupine, če bi ta želela prevzeti nadzor ali zlona-
merno delovati proti omrežju. Tako se lahko varnost podatkov stoodsto-
tno zagotovi, kar je velik bonus proti trenutnim, tradicionalnim pristopom
hranjenja podatkov v centraliziranih bazah, ki so, brez konkretne dodatne
zaščite, lahka tarča zlonamernežev [24].
Zaradi tako kvalitetne varnosti zapisanih podatkov je vredno pri razvoju
aplikacij in v prihodnje tudi video iger dodatno razmisliti, ali je takšen nivo
varnosti morda potreben. Če je želja po zanesljivosti podatkov visoka, je
morda vredno zamenjati hitrost shranjevanja za dodatno varnost. Zato se
mnogokateri razvijalci odločijo za uporabo bločnih verig, saj s tem zagotovijo
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verodostojnost poslovanja in informacij.
Morda uporaba bločnih verig za hranjenje najbolǰsega rezultata igralca
ni najbolǰsa implementacija verig v igre. Namen te diplomske naloge je po-
kazati enostavnost vključitve verige v video igro, ne glede na to, kako je
implementacija uporabljena. Seveda je uporaba morda smiselneǰsa, ko se na
verigo shranjuje količina posebne valute, uporabljene v igri, ali pa morda
shranjevanje podatkov o igralcu. A vendar je pristop pri shranjevanju teh
podatkov povsem enak kot shranjevanje podatka o najbolǰsem rezultatu pre-
proste video igre.
Slika 7.2: Prikaz varnostnih protokolov
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Poleg varovanja podatkov z uporabo bločnih verig je seveda pametno po-
skrbeti še za prenos podatkov med odjemalcem in strežnikom. Za to varnost
skrbijo SSL protokoli (Secure Sockets Layer Protocol), ki so kriptografski
protokoli za pošiljanje podatkov prek omrežja (Aplikacijska varnost na sliki
7.2). Skrbijo, da ni mogoče prestreči podatkov med pošiljanjem in jih spre-
minjati ali brati. Poleg kriptografskih protokolov se lahko aplikaciji doda
še prijava, s katero omejimo neregistriranim in neprijavljenim uporabnikom
dostop do aplikacije in podatkov. S temi dodatnimi protokoli je zavarovana
celotna pot od uporabnika do shranjenega podatka na verigi, s čimer sem
dosegel popolno varnost pred manipulacijo in zlorabo podatkov [24].
7.3 Stroški hranjenja podatkov
Predelal sem varnostni in časovni vidik bločne verige ter prǐsel do spoznanja,
da je za vǐsjo varnost občutljivih podatkov vredno žrtvovati čas shranjevanja,
saj je na verigi varnost teh podatkov neprimerljiva s standardnim pristopom.
Za razliko od privatnih baz podatkov je cena shranitve podatka na verigo
odvisna od več faktorjev [25]. Zaradi postavitve igre na Ethereum testno
verigo, bom uporabil podatke za to.
Vsaka transakcija v svetu bločnih verig ima svojo ceno. Sestavljena je iz
osnovne cene transakcije, kateri se prǐsteje cena goriva (angl. gas) za izvedbo
transakcije. Na Ethereum testni verigi je cena transakcije za shranjevanje
podatka 0 ETH, cena goriva za posamezno transakcijo pa variira odvisno
od izbire uporabnika. Osnovna cena goriva je v mojem testnem primeru
0.000041 ETH, s katero bom tudi računal ceno prenosa podatkov na verigo.
Uporabnik ima možnost določitve vǐsje cene, s katero doseže hitreǰsi zapis
podatka na verigo. Hitrost tega zapisa ne vpliva na hitrost shranjevanja
podatka v blok, ki sem jo računal v poglavju 7.1, ampak le na zapis v verigo,
ki informacijo o transakciji za vedno shrani.
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Ena transakcija, ki podatek pošlje na verigo, ima tako skupno ceno 0.000041
ETH. V času pisanja diplomske naloge je cena 1 ETH enaka 366,64 ¿ [26],
kar je razvidno tudi na sliki 7.3.
Slika 7.3: Graf spreminjanja cene ETH
Z uporabo podatkov za količino ETH in ceno na en ETH lahko izračunamo
ceno enega prenosa po formuli 7.2, kjer je P cena prenosa, Q količina enote
in p cena na enoto.
P = Q ∗ p (7.2)
Po izračunu pridemo do rezultata P = 0,015 ¿ na transakcijo. Če igralec
odigra sto iger in pri vsaki izbolǰsa svoj predhodni rezultat, bo cena igranja
stotih iger prǐsla na 0,015 ¿ * 100, kar znaša 1,5 ¿. Če predvidevamo, da
bi igro igralec igral vsak dan v mesecu desetkrat, pridemo do približno tristo
iger na mesec in je posledično cena igranja igre do 4,5 ¿ mesečno.
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S temi pridobljenimi podatki lahko predpostavim, da bi se razvijalcem
iger splačalo implementirati bločno verigo za shranjevanje določenih občutljivih
podatkov, saj je cena na mesec še vedno nizka v primerjavi z mesečnimi
članarinami za nekatere popularne igre, ki lahko igralce stanejo deset evrov
ali več mesečno [27].
Uporaba bločnih verig za izdelavo aplikacij ali video iger je konec kon-
cev odločitev razvijalcev glede na njihove potrebe. Če je avtor pripravljen
žrtvovati hitrost shranjevanja in za shranjevanje tudi plačati neko količino
kriptovalute, bo v zameno dobil stoodstotno zavarovane podatke. Svet krip-
tovalut in verig je še vedno novost, ki si je vsi ne upajo vključiti v svoje
izdelke, a ta nova tehnologija ponuja tako širok spekter uporabe, da je stan-
dardizacija le-te v prihodnosti neizogibna.
Poglavje 8
Preveritev hipotez
V poglavju 4 sem postavil hipoteze, ki sem jih želel med pisanjem diplomske
naloge in raziskovanjem področja potrditi ali zavrniti. Postavljene hipoteze
so bile:
H1: shranjevanje podatkov z uporabo tehnologije veriženja blokov se da
enostavno implementirati v preprosto video igro;
H2: hitrost shranjevanja podatkov na bločno verigo je primerljiva s hitrostjo
shranjevanja podatkov v standardno centralizirano podatkovno zbirko;
H3: pristop shranjevanja občutljivih informacij je bolǰsi z uporabo bločne
verige kot z uporabo standardnih pristopov shranjevanja v bazo podatkov.
Hipoteza 1: Potrjena.
Implementacija bločne verige v igro je imela tri stopnje. Najprej je bilo
potrebno na strani Ethereum IDE [28] spisati Solidity pametno pogodbo in
jo pognati na testnem omrežju. Sama sestava pogodbe je bila preprosta,
s parimi spremenljivkami in funkcijami. Po zagonu pogodbe je bilo le-to
potrebno referencirati v kodi igre s pomočjo Web3 knjižnice, ki je delo precej
olaǰsala. V datoteki ”contract.js” je vključena Json spremenljivka, v katero
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se z Web3 funkcijo shrani vsebina pametne pogodbe. Klic funkcij je zaradi
takšne implementacije preprost, kot je razvidno v poglavju 6.2.3.
Med pisanjem kode igre in kasneǰse analize te kode sem prǐsel do odločitve,
da prvo hipotezo, ki trdi, da se shranjevanje podatkov z uporabo tehnologije
veriženja blokov da enostavno implementirati v preprosto video igro, potr-
dim. Za to sem se odločil glede na lastne občutke med izdelovanjem igre in
dobro dokumentacijo Ethereum IDE, ki močno poenostavi pisanje kode za
implementacijo verige.
Hipoteza 2: Zavrnjena.
Z analizo, opravljeno v poglavju 7.1, sem ugotovil, da je povprečni čas shra-
njevanja številskega podatka na Ethereum testno verigo 18.76 sekund. V
primerjavi s povprečnim odzivnim časom strežnika, ki znaša 0.615 sekunde
(za Googlov strežnik 58 ms), je čas shranjevanja na verigo precej dalǰsi.
Druga hipoteza trdi, da je hitrost shranjevanja podatkov na bločno ve-
rigo primerljiva s hitrostjo shranjevanja podatkov v centralizirano bazo. Iz
lastnih testiranj in statističnih podatkov o hitrosti baz na strežnikih lahko
drugo hipotezo brez pomisleka zavrnem. Čas shranjevanja na bločno verigo
je bistveno dalǰsi od trenutnega standardiziranega pristopa.
Hipoteza 3: Potrjena.
Tretja hipoteza mojega diplomskega dela je, da je shranjevanje občutljivih in-
formacij na bločno verigo bolǰse od shranjevanja v bazo podatkov. Občutljive
informacije, kot so imena, gesla, e-naslovi in količina kripto- ali virtualnih
valut, so informacije, katerih verodostojnost je izjemno pomembna. V po-
glavju 7.2 o varnosti podatkov na verigi je prikazano, da je za le-to dobro po-
skrbljeno. Zaradi decentralizacije in demokratičnega upravljanja so podatki
nespremenljivi in varni, zato tretjo hipotezo brez težav potrdim. Glavna
prednost tehnologije bločnih verig, s katero je vstopila na trg, je bila ravno
varnost in verodostojnost shranjenih informacij. Hipoteza je torej potrjena.
Poglavje 9
Zaključek
S svojim diplomskim delom sem želel v ospredje postaviti težave, ki jih bločne
verige trenutno še imajo, in njihove vplive na delovanje aplikacij, kot so vi-
deo igre, ki zahtevajo hitre spremembe. Tehnologija bločnih verig zaradi
počasnosti trenutno morda še ni najbolǰse orodje za shranjevanje tradicio-
nalnih podatkov (števila, nizi, ipd.), a to ne pomeni, da ni uporabna. Iz-
vrstno se odreže pri hranjenju prijavnih podatkov uporabnikov, občutljivih
podatkov in podatkov, za katere ne želimo, da jih lahko ureja kdorkoli. Do
teh se namreč dostopa relativno poredko, zato hitrost njihovega shranjevanja
ni ključnega pomena. Kljub zadržkom uporabe bločnih verig pa je potrebno
izpostaviti, da so video igre področje, ki iz leta v leto napreduje.
Kvaliteta in zahtevnost iger ter varnost uporabnikov gresta z roko v roki.
Tehnologija bločnih verig bo v prihodnjih letih na tem področju vedno bolj
prisotna, saj nudi močno varnost podatkov za nizko ceno. Kljub časovni za-
mudnosti shranjevanja je uporaba za občutljive podatke s časom neizogibna,
saj je varnost na spletu nasploh vedno bolj v ospredju in poudarjena.
Razvijalci, ki bodo novost verig sprejeli z odprtimi rokami, bodo naredili
naslednji korak k standardizaciji tega pristopa pri razvoju video iger. Zaradi
hitrega širjenja popularnosti kriptovalut je to dobra priložnost razviti nekaj
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