The Duration Calculus is an interval logic with an additional notion of duration. It became one of the main references of real-time system specification for which it was introduced. From a practical point of view an important challenge is to define automated proof procedures for this calculus. Since the propositional Duration Calculus is undecidable, in this paper we isolate a fragment and we define a mixed decision method combining standard tableau techniques with temporal constraint network resolution algorithms. This method gives a natural procedure to decide whether a given formula is satisfiable. This fragment is strong enough to embed Allen's Interval Algebra.
Introduction
The Duration Calculus [14] is an interval logic introduced for specifying real-time systems. This calculus is able to capture important real-time problems like the specification of the behaviour of schedulers [11] ; it has also been used, to specify the requirements of the classical gas burner [8] , to give a semantics to communicating processes sharing a processor and to specify their scheduler [12] , to specify controllers automatically synthesized from these specifications [3] , etc.
From a practical point of view an important challenge is to define automated proof procedures for this calculus. Since the propositional Duration Calculus is undecidable, we are interested in isolating decidable fragments of this calculus. A first fragment was given [13] and its decidability proved via regular languages.
In this paper we isolate another fragment and we define a decision method combining standard tableau techniques with temporal constraint network resolution algorithms. This method gives a natural procedure to decide whether a given formula is satisfiable. This fragment is strong enough to embed Allen's Interval Algebra [1] . This paper is organized as follows: first we introduce the fragment of propositional Duration Calculus we isolated, then the tableau method we defined which we prove to be sound, complete and decidable before concluding. Duration Calculus; nevertheless this new fragment is rich enough to embed Interval Algebra [1] (cf. Apendix A). Furthermore that fragment is a decidable subset of Duration Calculus.
In this section we introduce formally the syntax and the semantics of propositional Duration Calculus restricted to the fragment we are interested in then we give some results of decidability for Duration Calculus.
The reader interested in a thorough presentation of Duration Calculus can refer to [6] for the logical aspects. is true for some subinterval of the current interval. Note that the operator cannot be defined in our fragment since we cannot express the negation of a formula.
Syntax

More typical abbreviations:
´ ¼ µ the current interval is a point interval.
state expression is ½ almost everywhere on the current interval and this one is not a point interval.
Semantics
Time is modelled by the set of the real numbers called T T Ñ . For each , ¾ T T Ñ such that , the closed interval denotes the set Ø ¾ T T Ñ Ø and IIÒØ will denote the set of closed intervals.
In the sequel let Á be an interpretation, Ø a temporal point and a temporal interval. The semantics of a term is defined in the following way:
Formulae. A formula is interpreted as a Boolean function over intervals: IIÒØ Ð× ØÖÙ .
The semantics of a formula is defined by induction in the following way: 
Fragments of Duration Calculus
Michael R. Hansen and Zhou Chaochen give an axiomatization of Duration Calculus in [5] . Some subsets have been identified to be decidable while others are undecidable [13] . In a certain decidable subset of Duration Calculus, a regular language Ä´ µ can be generated from a formula . Ä´ µ represents a set of strings corresponding to interpretations satisfying , such that is satisfiable if, and only if, Ä´ µ is not empty. The emptiness of a regular language being decidable, so is the satisfiability of a formula. A decision algorithm for checking the validity of formulae of a decidable Duration Calculus subset was implemented in [9] .
Our decidable Duration Calculus fragment is not comparable with the dense-time decidable fragment of [13] : both are included in propositional Duration Calculus but none is included in the other one, they only intersects one another.
Below are some examples of formulae characteristic of each language: the second formula is not expressible in our fragment and the third one does not belong to the dense-time decidable fragment of [13] . In the next section we define a deduction method based on tableau techniques extended with constraint resolution algorithms.
Tableau construction
In this section we give a tableau-based method characterized by a set of extension rules. A step-by-step procedure applies these rules to a tree initially possessing an only node, called root, to which a single formula is attached; the final tree thus constructed is called a tableau. If the original formula is consistent, there exists a model associated with its tableau satisfying it.
Since we need to deal explicitly with interval bounds, we shall call bounded formula (respectively bounded state expression) an interval-stamped formula (respectively intervalstamped state expression), e.g.
. Intuitively means that there should be a´Á µ-like model which satisfies .
Tableaux are built by means of extension rules: an extension rule constructs a new tree Ì ·½ from a tree Ì by adding sons to a terminal node of Ì . It is represented as a tree pattern: where Ë ·½ is the corresponding instantiation of Ë ¾ . If this series has a limit, 1 it is called a tableau for formula .
Note that in such a series of trees any rule applicable to some Ì is eventually applied to Ì , where (fairness hypothesis).
:
½ and ¾ are state expressions.
applies when the rules applying to formulae and rule Ò Ò Ø ÓÒ no longer apply. 
Rule ÒØ ÖÚ Ð × ÙÒ Ø ÓÒ does not apply if constraints ½ ¾ or ¾ ½ belong to the father. Any constraint belonging to a node also belongs to its ×ØÓÔ-free descendants (if it has any).
Since the aim of our work is to define a decision procedure, a first step is to prove that the tableau construction terminates, hence the following lemmas and theorem: LEMMA 3.8 Let be a formula. The series of trees constructed to find a tableau for is not empty.
PROOF. The first tree Ì ¼ of the series of trees constructed to find a tableau for is a single node containing the only formula , where and are constraint variables.
LEMMA 3.9 Let be a formula. In the series of trees constructed to find a tableau for , each extension rule can apply finitely often in a given branch.
PROOF.
Rules ×ØÓÔ ½ and ×ØÓÔ ¾ stop the construction of the current branch, so they apply finitely often.
Rule just generates a constraint in the son of the current node. Formulae being finite, rule applies finitely often.
Rules ÓÙ Ð Ò Ø ÓÒ and Ð ×Ø Ò Ò Ø ÓÒ generate bounded state subexpressions of the bounded state expression to which they apply in the sons of the current node. State expressions being finite, the number of their subexpressions is also finite, so rules ÓÙ Ð Ò Ø ÓÒ and Ð ×Ø Ò Ò Ø ÓÒ apply finitely often.
Rule Ò Ò Ø ÓÒ generates the state expression to which it applies twice in the son of the current node but those state expressions are stamped by already known subintervals of the current interval. The only rule making new constraint variables appear is rule ×Ù ÒØ ÖÚ Ð × ÕÙ Ò which applies finitely often (see farther on) consequently only a finite number of intervals can be generated. So rule Ò Ò Ø ÓÒ applies finitely often. Rule ÒØ ÖÚ Ð Ð Ò Ø Ë just generates two constraints in the son of the current node. Formulae being finite, this rule applies only finitely often.
Rule Ñ Ü Ñ Ð Ð Ò Ø generates a bounded state subexpression and a constraint. Formulae being finite, the number of their state subexpressions is also finite, thus rule Ñ Ü Ñ Ð Ð Ò Ø applies finitely often.
Rules ÓÖ and ×Ù ÒØ ÖÚ Ð × ÕÙ Ò generate bounded subformulae of the bounded formula to which they apply in the sons of the current node. Formulae being finite, the number of their subformulae is also finite, so rules ÓÖ and ×Ù ÒØ ÖÚ Ð × ÕÙ Ò apply finitely often.
Rule Ò generates bounded subformulae or state subexpressions of, respectively, the bounded formula or state expression to which it applies in the sons of the current node. Formulae and state expressions being finite, the number of their subformulae is also finite, so rule Ò applies finitely often. Rule ÒØ ÖÚ Ð × ÙÒ Ø ÓÒ carries both bounded state expressions to which it applies and generates a -like constraint in both sons of the current node. Rule ÒØ ÖÚ Ð × ÙÒ ¹ Ø ÓÒ cannot apply twice to the same pair of state expressions in a given branch because of the application condition on rule ÒØ ÖÚ Ð × ÙÒ Ø ÓÒ and because of Observation 3.7.
Furthermore formulae being finite, the number of state expressions, hence the number of pairs of state expressions, is finite so rule ÒØ ÖÚ Ð × ÙÒ Ø ÓÒ applies finitely often. LEMMA 3.10 Let be a formula. The series of trees constructed to find a tableau for reaches a limit.
PROOF. Each element of the series of trees constructed to find a tableau for is built by applying an extension rule to its predecessor; as the application of an extension rule to a node creates two sons at most and as each extension rule applies finitely often in a given branch (Lemma 3.9), that series of trees is finite. PROOF. First, the series of trees constructed to find a tableau for is never empty (Lemma 3.8). Secondly, owing to Lemma 3.10, this series of trees is finite, yielding thus a tableau.
Definitions and preliminary lemmas
In this section we introduce first an extension of the notion of satisfiability, called t-satisfiability, with the aim of giving a precise meaning to the stamped formulae, stamped state expressions and constraints of a node; from that definition the classical satisfiability for a Duration Calculus formula is derived. Next we present how to associate a model with a tableau, then we give some fundamental properties of the tableau construction.
Model associated with a tableau
DEFINITION 4.1 (T-model) A t-model is a triplet´Î Á µ such that Î ÓÒ×ØÖ ÒØ Ú Ö Ð × T T Ñ , Á ×Ø Ø Ú Ö Ð × ´T T Ñ ¼ ½ µ, is a T T Ñ -interval.
DEFINITION 4.2 (T-satisfiability)
T-satisfiability is defined by structural induction on bounded expressions and constraints: 
Tableau fundamental properties
Here are given some essential tools for the soundness and completeness proof: for instance the first lemma (Lemma 4.5) concerns the preservation of t-satisfiability by extension rules.
LEMMA 4.5 (T-satisfiability preservation)
For all rule, the father's bounded formulae, bounded state expressions and constraints are t-satisfiable if, and only if, the bounded formulae, bounded state expressions and constraints in one of the sons are t-satisfiable. 
ÓÖ:
½ and ¾ are formulae. On the other hand, whenever rule Ò Ò Ø ÓÒ is applied the node to which it applies contains the set of constraints º » Ñ º » so by Observation 4.7 it also contains º » . By observation 3.7, this set of constraints propagates to Ò and to its ×ØÓÔ-free terminal descendants. Thus the lemma is true for all state expression.
Constraint resolution
Given that constraints with a special shape appear in the nodes of tableaux, we need to consider a mechanism able to solve these particular temporal constraints.
The constraints of a given terminal node Ò can be represented as a Simple Temporal Problem with inequations (STP [4] , a generalization of the well-known STPs [2] ): the set of variables is the set of the constraint variables appearing in Ò, each constraint is a pair: -the second element is the set of excluded points: each´ µ-like constraint is translated as the excluded point , -the first element is a binary constraint composed of a single interval: the constraint between two variables and is the intersection of all the constraints involving and
given that each´ Ê µ-like constraint is translated as a constraint between and : 
Soundness, completeness and decidability
The main result of this note is presented in this section, where we have as a corollary the decidability of our fragment. Owing to the construction of´Î Á µ, Ø ¾ Î´
Conclusion
In this note a new decidable fragment of Duration Calculus was isolated. This fragment is rich enough to embed Allen's Interval Algebra. Moreover in this fragment we can express quantitative constraints, i.e. constraints about the duration of actions, which is essential to reason in the field of real-time systems.
On the other hand we defined a deduction method for that fragment; this tableau-based method is sound, complete and terminates.
Work in progress concerns the extension of our methodology to richer fragments as for example fragments including negation or any duration of actions. The implementation of our method is also currently under way.
