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Abstrakt
Tato  bakalářská  práce  se  zabývá  problémem  automatického  testování  software  na 
kompresi  obrazu a  videa  vyvíjeného ve firmě Comprimato.  V práci  je  analyzováno 
současné  testovací  prostředí  ve  firmě.  Na  základě  této  analýzy  byl  navržen 
a implementován  nový  automatizovaný  testovací  systém.  Součástí  je  souhrn 
ekonomických dopadů a doporučení pro budoucí nákup nového testovacího hardware.
Abstract
This thesis deals with the problem of automated testing software for image and video 
compression developed by the company Comprimato. This work was analyzed in the 
current testing environment in the company. Based on the resaults of this analysis, I 
 designed and implemented a new automated testing system. Also included is a summary 
of the economic impact  and recommendations for the future purchase of a new test 
hardware.
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ÚVOD
Rychlost  komprese  videa  nabývá  s příchodem nových  standardů  vysokého  rozlišení 
obrazu  na  svém  významu.  Vyšší  rozlišení  však  také  znamená  větší  objem 
zpracovávaných  dat  a  větší  nároky  na  výpočetní  výkon.  Z toho  důvodu  má  smysl 
zabývat se vývojem kompresních algoritmů, které umí zpracování obrazového materiálu 
zrychlit.
Firma  Comprimato  Systems  s.r.o.  se  vývojem  takových  rychlých  algoritmů  pro 
kompresi a dekompresi videa zabývá. Jejich řešení nacházejí  uplatnění ve filmovém 
a televizním průmyslu, v medicíně nebo v oblasti archivace obrazových dat.
S rozvojem firmy stoupá také množství vyvíjeného software, který je nutné před tím, 
než  je  doručen  zákazníkovi  kompletně  otestovat  a  zaznamenat  rychlost  i  odhalit 
případné  chyby.  Comprimato  potřebuje  najít  způsob,  jakým jejich  produkt  testovat. 
Cílem této práce je vytvořit funkční automatizovaný testovací nástroj, který bude možno 
použít při běžném provozu firmy. 
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1 PRÁCE, METODY A POSTUPY ZPRACOVÁNÍ 
1.1 Spolupráce s firmou Comprimato
Bakalářská práce byla zpracována ve spolupráci s firmou Comprimato. Na trhu je od 
roku 2013, a již se dokázala dostat mezi přední firmy na světovém trhnu ve svém oboru. 
Oblast, kterou se společnost zabývá, je vývoj rychlých algoritmů pro kompresi videa 
podle standardu JPEG 20001. Komprese videa je proces jehož cílem je snížení objemu 
dat při zachování kvality obrazu. 
V dnešní době, kdy se 4K rozlišení začíná prosazovat jako nový standard pro přehrávání 
videa ve vysoké kvalitě a nahrazuje tak dosavadní rozlišení Full HD, nastává problém s 
velkými  objemy dat,  která  jsou  při  této  kvalitě  obrazu  produkovány.  Ty  je  potřeba 
komprimovat na množství, aby byly ušetřeny náklady spojené s přenosem či archivací 
těchto dat. Kodek2 firmy Comprimato tato trápení s objemnými daty umí řešit, a tak 
produkt nalézá zákazníky v oblastech jako je filmové a televizní vysílání, zpracování 
digitálního obrazu v medicíně, satelitní data nebo státní správa.
Comprimato samozřejmě není jediná společnost zabývající se problematikou komprese 
dat,  avšak  odlišností  od  většiny  ostatních  je  využití  výkonu  grafických  karet  při 
výpočtech  spojených  s  kompresí  obrazových  dat  a  videa.  Organizací,  jež  vyvíjejí 
podobné řešení už tolik není a Comprimato se v této společnosti řadí k leaderům na 
trhu.  Posláním  firmy  je  výrazné  zrychlení  a  tím  i  zlevnění  komprese  obrazu  v 
profesionálních aplikacích.
1.2 Vymezení problému
Comprimato  vydává  společně  s každou  verzí  svého  kodeku  také  testovací  aplikaci, 
pomocí které jej lze kompletně otestovat. Aplikace funguje tak, že je ji na vstupu dána 
sada obrázků v příslušném formátu spolu s parametry, podle kterých se má kódovaní 
1 Kompresní formát pro obrazová data (viz. kapitola 2.1)
2 Software pro kódování a dekódování dat
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provést.  Takto  lze  vyzkoušet  všechny funkce,  které  kodek poskytuje  a  jež  ovlivňují 
výsledek.
Výstupem  z  aplikace  je  množství  informací,  které  je  potřeba  třídit  a  ty  důležité 
zaznamenat. Její používání však značné nepohodlné a zdlouhavé. Program je ovládán z 
příkazové řádky a uživatel musí ručně vypisovat všechny parametry při každém novém 
testu,  což  zabírá  mnoho  času.  Přibližně  jednou  za  tři  měsíce  firma  uvolňuje  novou 
stabilní  verzi.  Tu  je  předtím  zapotřebí  otestovat,  což  zahrnuje  testy  na  grafických 
kartách, CPU a třech operačních systémech. Obyčejně se na jednom zařízení provádí 14 
různých  testů,  jež  je  třeba  zaznamenat.  Při  množství  zařízení  a  třech  operačních 
systémech jde o přibližně 700 čísel, přičemž každý test musí trvat alespoň 30 vteřin, aby 
byl výsledek brán jako výsledek relevantní. Ruční testování by zaměstnalo dva lidi až 
na celý pracovní týden, což je příliš vysoká cena. Dalším problémem ručního testování 
je, že poskytuje velký prostor pro chyby.
1.3 Cíle práce
Cílem této  práce  je  vytvořit  testovací  nástroj,  který  proces  testování  zautomatizuje. 
Výstupem bude balík testovacích nástrojů s funkcí měření dvou aspektů implementace 
kodeku (FPS3 a PSNR4).  Vše bude ovládáno jedním konfiguračním souborem, který 
uživatel před začátkem testování zedituje podle aktuálně potřebných požadavků. Nástroj 
pak provede testy na vybraném hardware. Výsledek testování najde uživatel v nástrojem 
vytvořeném  záznamu,  kde  bude  možné  výsledky  dohledat.  Je  také  žádoucí,  aby 
zaznamenané výsledky testování byly snadno čitelné a bylo z nich znát, o jaký test se 
jedná.
Záměrem je ulehčit a zefektivnit testování kodeku. Důraz bude kladen především na to, 
aby používání nástroje bylo pro testera snadno pochopitelné. Po dokončení bude možné 
mnohem rychleji provádět komplexní testování kodeku. 
3 FPS (Frames per seconds) – počet zpracovaných snímků za vteřinu
4 PSNR – špičkový poměr signálu k šumu (viz. kapitola 2.2)
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1.4 Postup práce
Před začátkem práce na samotném testovacím nástroji bylo nutné podrobně se seznámit 
se všemi okolnostmi ovlivňující výsledek testování a s nastaveními kodeku. Pokud se 
ukáže, že některá nastavení jsou více využívaná, povede to ke snaze více zjednodušit 
konfigurační soubor, aby bylo jednodušší jej editovat. Tato přípravná práce byla stěžejní 
pro následující fázi, kde byl navržen postup testování.
V rámci přípravy dojde také k vyhodnocení možností výpočetní techniky ve firmě, která 
se  k testování  používá.  Je  důležité  znát  poznat  počítače určené  k testování  a  získat 
přehled v portfoliu grafických karet, aby bylo možné navrhnout rozmístění karet.
Je  nutné  se  také  zabývat  i  zdánlivě  nesouvisejícími  záležitostmi  jako  jsou rozměry 
grafických karet a základních desek i rozměry PC skříní. Někteří výrobci totiž používají 
pro profesionální grafické karty opravdu masivní chlazení a snadno se může stát,  že 
určitá základní deska lze osadit méně kartami, než kolik je k dispozici slotů.
Všechny výše popsané aspekty pomohou při návrhu testovací aplikace se racionálněji 
rozhodovat  o  tom,  jak  má  vypadat  postup  testování,  odhalí  největší  překážky  při 
testování a ukáží cestu, jak je odstranit. 
Součástí  práce bude též ekonomické zhodnocení,  kde je uvedena doba potřebná pro 
vývoj  a  implementaci  nástroje.  Vyčísleny  jsou  také  hodiny  ušetřené  zavedením 
automatického testování.
1.5 Členění práce
Práce je rozdělena do třech hlavních částí. První část je zaměřena na nezbytnou teorii 
nutnou k pochopení principů komprimace obrazu, výhod a použití standardu JPEG 2000 
nebo na poznání aspektů ovlivňující rychlost kódování a dekódování. Zároveň jsou zde 
vysvětleny důvody použití  všech nástrojů,  které byly použity pro tvorbu testovacího 
nástroje. 
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Ve  druhé  části  došlo  k  vyhodnocení  současné  situace  ve  firmě.  Není  možné  začít 
pracovat na návrhu řešení bez znalosti stavu výpočetní techniky včetně škály grafických 
karet,  které  jsou ve firmě k dispozici.  V této části  je  také zjištěn a  zhodnocen stav 
datových sad používaných pro testování. 
Poslední  část  se  již  zabývá  návrhem řešení  definovaného problému.  Při  řešení  jsou 
reflektovány výsledky provedené analýzy dosavadní situace a požadavky vedení. Není 
zde rozebírán celý zdrojový kód krok po kroku, ale text se zaměřuje na vybrané stěžejní 
části nástroje. Celkové fungování je pak naznačeno ve vývojových diagramech.
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2 TEORETICKÁ VÝCHODISKA PRÁCE
V teoretických východiscích práce jsou popsány použité nástroje, standard JPEG2000 
včetně  výhod  komprese  v  tomto  formátu  a  krátkého  srovnání  s  předchůdcem, 
standardem JPEG. Důležitou součástí je osvětlení základních pojmů, které se ve zbytku 
práce často vyskytují. Jde například o FPS, PSNR, barevnou hloubku nebo obrazový 
formát RAW. 
2.1 JPEG 2000
JPEG 2000 je kompresním formátem pro obrazová data, který byl vyvinut jako nástupce 
veřejnosti mnohem známějšího JPEG5. Formát JPEG je na světě již od 80. let a stal se 
velmi populárním a rozšířeným zejména v prostředí internetu. Jeho stěžejní vlastností je 
velmi  účinná  ztrátová  komprese.  S  tím,  jak  se  v devadesátých letech  začal  rozvíjet 
internet, digitální fotografie, film a jiná multimédia, přirozeně došlo k nárůstu objemu 
zpracovávaných  dat.  Začaly  se  objevovat  požadavky  nové  vlastnosti  kompresních 
algoritmů. Bylo potřeba mnohem účinnější komprese, která měla být nejen ztrátová, ale 
i  bezeztrátová,  což je důležité například v oblasti  archivování. Jednou ze základních 
podmínek byla  také  otevřenost  formátu.  Otevřenost  formátu  má mimo jiné  umožnit 
rychlejší rozšíření formátu. (1)
Konsorcium Joint Photographic Experts Group, které stojí za vývojem standardu JPEG, 
si dalo za úkol nastávající problémy řešit. Ukázalo, že již není možné pouze rozšiřovat 
původní  formát,  a  tak  na  přelomu  tisíciletí  vznikl  nový  formát  JPEG  2000,  jenž 
společně s řešením těchto problémů, přináší další benefity. 
2.1.1 Výhody JPEG 2000
• Bez licence: v prohlášení výboru konsorcia  Joint Photographic Experts Group 
stojí,  že  cílem je,  aby  jejich  standard  byl  v  základu  implementovatelný  bez 
placení  licenčních  poplatků.  Dohody  bylo  dosaženo  mezi  více  než  20 
5 Standard pro kompresi obrazových dat (předchůdce JPEG 2000)
15
organizacemi, které jsou držiteli mnoha patentů v této oblasti, a které umožnili 
využití  jejich  duševního  vlastnictví  ve  standardu  bez  nároku  na  jakýkoliv 
honorář.(2) 
• Výkonnější  ztrátová  komprese:  Ztrátová  komprese  je  proces,  při  kterém 
dochází  ke  zmenšení  dat,  přičemž  některé  nepodstatné  informace  jsou 
zahazovány.  To znamená,  že  při  opětovné rekonstrukci  již  nelze získat  zcela 
stejná data jako byla ta původní. Při kompresi obrazových dat je cílem zahazovat 
data takovým způsobem, aby nebyl lidským okem rozpoznatelný rozdíl  mezi 
originálním a komprimovaným obrázkem. Kompresní algoritmus JPEG 2000 je 
až o 20% výkonnější, než starší JPEG.(1)
• Bezeztrátová komprese:  Při bezeztrátové kompresi také dochází ke zmenšení 
dat,  ale  nedochází  k  zahazování  žádných  informací.  Data  je  potom  možné 
rekonstruovat do původní podoby. Tato vlastnost je klíčová pro obory jako jsou 
medicína nebo archivování, kde je žádoucí, aby data zůstala ve všech detailech 
stejná.
• Oblast zájmu (ROI): Pomocí JPEG 2000 lze v obrázku označit místo, které je z 
nějakého důvodu důležitější než zbytek obrázku a kódovat ho ve větší kvalitě.(3)
V roce 2004 byl JPEG 2000 vybrán jako formát komprese obrazu pro Digital Cinema, 
což  je  standard  pro  komerční  projekci  filmů.  Dnes  je  kodek  úspěšně  používán  v 
oborech,  kde  jde  o  vysokou  kvalitu  obrazu,  jako  jsou například  medicína,  obranný 
průmysl, archivování nebo filmový průmysl.(4)
2.2 Špičkový poměr signálu k šumu (PSNR)
PSNR je metrika, pomocí které lze měřit ztrátovost komprese. Jde o vyjádření poměru 
maximální možné energie signálu obrazu a šumu, který vznikne při kompresi. PSNR se 
měří vždy mezi dvěma obrázky. Měrnou jednotkou jsou decibely decibelech [dB].(5) 
Čím vyšší  je  PSNR tím,  více  se  komprimovaný  obrázek  podobá tomu původnímu. 
Výsledky měření PSNR také poskytují rychlou, avšak ne stoprocentní kontrolu toho, 
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zda jsou  obrázky po kompresi  vizuálně  v  pořádku,  bez  toho aniž  by bylo  nutné  je 
vizuálně ověřit. 
Aby  bylo  možné  stanovit  stanovit  PSNR,  je  nejdříve  potřeba  vypočítat  střední 
kvadratickou odchylku mezi oběma obrázky.
MSE= 1
MN ∑i=1
M
∑
j=1
N
(X i , j−Y i , j)
2
(1.1)
Písmena M a N v rovnici představují  rozměry obrázku. X a Y reprezentují  hodnoty 
jedné barevné složky dvou různých obrázků v jednom pixelu. X jsou jednotlivé hodnoty 
původního obrázku a Y hodnoty komprimovaného obrázků. Pokud obě čísla od sebe 
odečteme, získáme chybový signál. Tato rovnice platí pro obrázek se jednou barevnou 
složkou. Pokud je obrázek barevný, je nutné pro výpočet MSE, přidat do rovnice další 
sumy, která bude sčítat další barevné složky.(5)
Rovnice pro výpočet PSNR potom vypadá takto:
PSNR=log10(
MAX 2
MSE
)
(1.2)
MAX udává maximální hodnotu jednoho pixelu,  což pro typickou hodnotu 8 bitů na 
barevnou  složku  dává  MAX  =  255.(5)  Hodnoty,  které  při  testování  standardně 
nastaveného  Comprimato  kodeku  očekáváme  jsou  mezi  40  a  60  dB.  V  takových 
případech můžeme konstatovat, že komprese zřejmě výrazně nepoškodila obrázek.
2.3 Barevná hloubka
Pojem barevná hloubka určuje jak široká barevná paleta byla použita pro daný obrázek 
nebo video. Jde informaci o tom, kolik bitů bylo použito pro uložení každé barevné 
složky v jednom pixelu. Pokud je například obrázek ukotven v barevném modelu RGB s 
barevnou  hloubkou  osm bitů,  znamená  to,  že  pro  vyjádření  odstínu  každé  barevné 
složky  je  vyhrazeno  osm bitů.  To znamená  256 možných odstínů  červené,  zelené  i 
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modré a celkově cca 16,7 miliónů barev jimiž může být pixel rozsvícen.  S pojmem 
barevná hloubka se více pracuje v analytické a v praktické části práce, kde se mluví o 
testovacích sadách obrázků a mimo jiné i o jejich barevných hloubkách.
2.4 Podvzorkování barev
Podvzorkování  barev je  technika pomocí  níž  se  lze z  obrazu odstranit  část  barevné 
informace aniž  by člověk byl schopen zaznamenat  rozdíl.  Využívá se zde vlastnosti 
lidského oka, které citlivěji reaguje na změnu jasu, než na změnu barevného odstínu.(6)
Aby bylo  možné techniku aplikovat  je  třeba  použít  k  popisu barev,  barevný model 
YCBCR,  kde  Y udává  jas  barvy  a  ostatní  dvě  složky  určují  míru  zastoupení  modré 
a červené.  Dnešní  obrazovky a projektory používají  pro zobrazovaní  barevný model 
RGB, proto je nutné před zobrazením nejprve aplikovat převod do RGB. Při převodu 
jde především o získání zelené složky, která v modelu YCBCR chybí. Zelená lze však 
snadno získat, protože jde o rozdíl součtu modré s červenou a jasové složky.
Pokud je obrázek popsán v barevném modelu YCBCR, je možné přistoupit ke zmenšení 
barevné informace. Jasová složka zůstává nezměněna. Redukce barevné informace se 
děje slučováním pixelů s alespoň jednou stejnou barevnou složkou. Tyto pixely jsou 
rozděleny do bloků obvykle o velikosti 4x2 pixely. Sloučením pixelů vzniknou v rámci 
bloku vzorky,  jež přeberou barvu jednoho z původních pixelů ve vzorku.  To, kolik 
vznikne v bloku vzorků udává vzorkovací schéma, jež tvoří tři čísla(6):
• J: udává šířku bloku, který je obvykle 4 pixely (výška je vždy dva pixely).
• a: udává počet vzorků v prvním řádku.
• b: udává počet vzorků ve druhém řádku.
Vzorkovací  schémata  používané  u  obrázků  ve  firmě  Comprimato  jsou  4:4:4,  kde 
nedochází k podvzorkování, 4:2:2 a 4:2:0. 
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2.5 RAM disk
Jako RAM disk se označuje vyčleněná část paměti RAM, která se v systému chová jako 
pevný  disk.  Takto  k  ní  lze  i  přistupovat.  Tak  jako  na  reálný  pevný  disk,  lze  i  na 
RAM disk kopírovat  jakékoliv  data.  Ty tam zůstanou do doby,  než  je  paměť RAM 
odstavena od zdroje elektrického proudu.
Při testování Comprimato kodeku je využíván RAM disk z důvodu rychlosti zapisování 
na disk. Zápis na obyčejný mechanický disk totiž probíhá příliš pomalu a pokud by 
nebyl  použit  RAM  disk,  docházelo  by  ke  zkreslování  výsledků.  Testování  potom 
probíhá tak, že před spuštěním kodeku jsou do RAM disku nahrány potřebné obrázky 
a následně je spuštěno testování, kdy čtení a zápis obrazových dat probíhá pouze z a do 
RAM disku.
2.6 Obrazový formát RAW
RAW se z angličtiny překládá jako „syrový“ nebo „neupravený“. V tomto formátu jsou 
data  jen ve zcela  hrubé  podobě.  RAW není  nijak standardizován a existuje  ve více 
podobách. Ve firmě Comprimato se k testování používají obrázky, kde se celý RAW 
soubor  skládá  pouze  z  informací  o  hodnotách  barevných  složek  každého  pixelu. 
Obrázky nejsou ani  uvozeny žádnou hlavičkou,  která  obyčejně má v sobě uloženou 
barevnou hloubku, rozlišení apod. 
Protože  se  jedná  o  nijak  neupravená,  nezkomprimovaná  data,  je  potřeba  je  před 
použitím zpracovat. Především je nutné převést je do nějakého zobrazitelného formátu a 
ve  většině  případů  provést  kompresi  (např.  JPEG  2000),  protože  RAW  data  jsou 
objemná. S tímto formátem pracuje také testovací aplikace Comprimato kodeku. Kodér 
potřebuje na vstupu obrázky právě ve formátu RAW a výstupem dekodéru jsou vždy 
RAW data.
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2.7 SHELL
Shell  je  obecně  interpretr  příkazů  programovacího  jazyka.  Jde  o  rozhraní  mezi 
uživatelem a operačním systémem. Komunikace s uživatelem probíhá tak, že shell v 
terminálu zobrazí výzvu, uživatel napíše příkaz, shell tento příkaz spustí a po té zobrazí 
další  výzvu.  Výhodou  shellu  je  možnost  seřazení  příkazů  za  sebe  do  souboru  pro 
pozdější spuštění. Tudíž je možné jej používat jako programovací jazyk. Této vlastnosti 
bude využito v praktické části této práce, kde bude vytvořena sadu takových souborů, 
které budou dohromady dávat celou testovací aplikaci. (7)
Jak známo, v době před grafickým prostředím operačních systémů byl příkazový řádek 
a shell jediný prostředek, jak komunikovat s počítačem. Jenže i  v dnešní době dává 
spousta  uživatelů-specialistů  stále  přednost  používání  příkazového  řádku  z  důvodu 
rychlosti a pohodlnosti. Bez grafického prostředí se však neobejde nikdo, proto existuje 
takzvaný emulátor terminálu, který jej dokáže spustit jako každý jiný program v okně. 
Různé shelly jsou dnes oblíbené díky vývoji, který neustává ani v dnešní době.
2.7.1 Bourne Again Shell
Jedním  z  takových  shellů  je  Bourne  Again  Shell,  zkráceně  Bash.  Tento  interpretr 
příkazů je zároveň použitelný jako vysokoúrovňový programovací jazyk. Programovací 
jazyky se rozdělují na vysokoúrovňové a nízkoúrovňové podle toho, jak moc se jejich 
kód přibližuje strojovému kódu. Vysokoúrovňové programovací jazyky se vyznačují pro 
člověka srozumitelnějším kódem. Z tohoto pohledu tedy patří k jazykům jako C nebo 
Java a stejně jako ony využívá základních příkazů pro řízení toku programu jako jsou 
cykly (for, while,...) nebo rozhodovací podmínky (for, case...). (7)
Testovací nástroj je napsán v tomto druhu shellu. Při výběru bylo bráno v úvahu to, že  
jde  o  nejběžnější  shell  přítomný  v  základních  distribucích  Linuxu.  Comprimato 
testovací aplikace je dostupná také pro systémy Windows a MacOS. Vedení společnosti 
chtělo,  aby  jeden  testovací  nástroj  fungoval  všech  třech  těchto  systémech.  Díky 
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programu Cygwin je možné používat Bash ve Windows. V systému MacOS je Bash 
přítomen hned po instalaci. Z těchto důvodů byl zvolen Bourne Again Shell.  
2.8 Systém správy verzí Git
Git je systém pomocí kterého lze jednoduše a přehledně spravovat verze vyvíjeného 
software. Git se stará o to, aby při vývoji software byla data zálohována, vědělo se o 
všech změnách v kódu. Klade se důraz na rychlost přístupu odkudkoliv, integritu dat a 
bezpečnost. Služba, kterou používá Comprimato funguje na serveru a je k ní přístup 
přes webové rozhraní i  z příkazového řádku. Systém potom funguje tak,  že vývojář 
pracuje  na  svém  počítači  na  naklonovaném  repositáři,  což  je  adresářová  struktura 
shodná  s  tou  v  Gitu.  Veškeré  změny  se  promítají  pouze  lokálně  dokud  se  vývojář 
nerozhodne změny nahrát. Tím vytvoří záznam o změně s unikátním identifikátorem v 
podobě  hash  kódu.  Pomocí  něj  lze  kdykoliv  tuto  změnu  dohledat  a  získat  verzi 
programu přesně v podobě v jaké byla nahrána. Povinností je zároveň slovně popsat 
změny.(8)
Pro testovací nástroj byl vytvořen vlastní Git repositář. Tím se nástroj stal dostupným 
kdykoliv  a  odkudkoliv.  Další  výhodou pro uživatele  se  stane  to,  že  nástroj  dostane 
pokaždé ve funkční podobě s nastavením, které se nejčastěji pro testování používá. V 
ideálním případě bude nutné pouze doplnit aktuální testovací aplikaci. 
2.9 Regulární výrazy
Pomocí regulárních výrazů testovací nástroj v řetězcích textu vyhledává konkrétní údaje 
o testování a vytváří z nich souhrnné dokumenty s výsledky. Další využití najdou při 
automatickém zjišťování použitého hardware. V původním výstupu testovací aplikace je 
spoustu údajů, které není třeba archivovat mezi výsledky. Tímto způsobem je možné 
filtrovat jen důležité parametry.
Regulární výrazy jsou, jak píše Pavel Satrapa (9) mimořádně silným nástrojem pro práci 
s textem. Pomocí nich lze z řetězce znaků separovat jen ty potřebné,  nahrazovat části 
řetězce  nebo v  řetězci  vyhledávat.  Jejich  použití  je  velmi  široké.  Používají  je  často 
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například vývojáři webových stránek pro kontrolu platnosti emailových adres, rodných 
čísel, PSČ atd. Jsou podporovány ve skriptovacích jazycích, včetně jazyka Bash, kde 
šetří spoustu času a řádků kódu. 
Pro představu toho, jak může takový regulární výraz vypadat a jaké může mít využití je 
zde uveden jednoduchý příklad.
\d{3} ?\d{2}
Takto může vypadat regulární výraz pro kontrolu správnosti  PSČ. Pokud bude tento 
regulární výraz například součástí ověřovací podmínky ve zdrojovém kódu webového 
formuláře, bude povoleno do něj zapsat jen řetězec znaků skládající se z pěti čísel nebo 
třech  čísel,  mezery  a  dvou čísel.  Následující  odrážky vysvětlují,  jak  tento  regulární 
výraz funguje.(10)
• \d – patří mezi předdefinované skupiny znaků a povoluje zadat číslici 0-9
• {3} – patří  mezi  kvantifikátory a  říká,  že  předchozí  regulární  výraz se musí 
opakovat právě tři krát
• ? - další z kvantifikátorů určuje, že předchozí regulární výraz, což je v tomto 
případě mezera, musí být zadán minimálně 0krát a maximálně 1krát
Tímto regulárním výrazem tedy projde řetězec „746 01“ nebo „74601“.
2.10 SSH (Secure Shell)
SSH je  protokol  poskytující  vzdálený zabezpečený přístup k počítači.  Tento  způsob 
komunikace je šifrován a uživatel nemusí mít obavu vzdáleně zadávat příkazy. Problém 
nenastává ani při použití samotného příkazového řádku, který se po přihlášení chová 
stejně jako na počítači, který je zrovna vzdáleně používán. (7)
Ve firmě je při testování často využívána tato forma vzdáleného přístupu k počítači. 
Důvody jsou ryze praktické.  Při  použití  SSH nemusí  běžet  grafický režim počítače, 
který  vždy  ubírá  nějakou  část  výkonu  grafické  karty.  Tester  si  může  být  jistý,  že 
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grafický režim neovlivní výsledky testování. Druhou výhodou je možnost ovládání více 
počítačů  z  jednoho  místa.  Je  možné  kontrolovat  v  podstatě  libovolný  počet  stanic 
najednou. Nesporným přínosem je multiplatformnost. Známým klientem pro Windows 
je program Putty.
Použití SSH je velice jednoduché. Syntaxe přihlašování vypadá standardně takto:
ssh uzivatel@stanice
Příkaz ssh říká, jaký program má být použit. Za ním následují argumenty, které říkají k 
jaké stanici se chce uživatel připojit a pod jakým účtem. Stanice se standardně zadává v 
podobě  ip  adresy,  ale  výjimkou  není  ani  použití  doménového  jména  pokud  jde  o 
veřejnou ip adresu. Za příkazem ssh je možné použít hned několik přepínačů. Užitečný 
je například přepínač -X, který umožňuje dokonce vzdáleně použít grafické prostředí. 
Hodí se to především pro vizuální kontrolu obrázku.  
Autorizace probíhá pomocí privátního a veřejného klíče. Při prvním připojení ke stanici 
je vytvořena ona dvojice klíčů. Klíče představuje sekvence znaků. Pouze veřejný klíč 
znají  obě  strany  komunikace.  Privátní  je  uložen  a  zvoleným  heslem  zašifrován  na 
klientském počítači. Při pokusu o přihlášení dochází k porovnání veřejných klíčů tak, že 
server jej zašle klientovi v podobě, kdy jej lze dešifrovat pouze veřejným klíčem. Pokud 
se to klientovi podaří,  pošle ho zpět serveru. V tuto chvíli má server ověřeno, že na 
druhé straně je opravdu ten, kdo žádal o spojení. Tím je autorizace dokončena.(7)
2.11 Sběrnice
Jako  sběrnice  se  označuje  obecně  svazek  vodičů,  které  jsou  používány  k  přenosu 
informací mezi komponentami a procesorem a k jejich napájení. Tak jako se procesoru 
často přezdívá srdce počítače, je možné je přirovnat k tepnám a žilám jimiž tečou data.
(11) Sběrnice, stejně jako typ procesoru nebo velikost paměti RAM, ovlivňuje výkon 
počítače i rozšiřujících zařízení jako jsou právě grafické karty.
Parametry a vlastnosti sběrnic ovlivňují práci grafických karet a tudíž i rychlost kodeku. 
Je to jedna z oblastí, kde lze hledat příčinu nesrovnalostí při testování. Z toho důvodu je 
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třeba znát typy, vlastnosti a proniknout alespoň do základů fungování sběrnic, aby bylo 
možné určit za jakých okolností můžou mít problémy původ právě zde. 
Existují dva základní typy sběrnice:
• Systémová:  neboli  „front-side  bus“,  která  spojuje  základní  zařízení  jako 
procesor, operační paměť RAM nebo cache paměť se základní deskou.(11)
• Periferní: někdy též označovaná jako rozšiřující, je v základní desce zabudovaná 
proto, aby bylo možné její rozšíření o další zařízení. To je možné díky jejím 
zakončením nazývaným sloty,  což jsou jakési  zásuvky,  do nichž se přídavná 
zařízení  usazují.  Zároveň  je  spojena  se  systémovou  sběrnicí,  což  zajišťuje 
komunikaci s procesorem.(11)
Obě sběrnice  mezi  sebou mohou komunikovat  díky takzvanému můstku.  Můstek  je 
integrovaný obvod na základní desce, který řídí tok dat mezi procesorem, rozšiřujícími 
sběrnicemi a zařízeními k nim připojeným. Obrázek 1 znázorňuje, jak obě sběrnice mezi 
sebou komunikují. (11)
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Obrázek č. 1: Schéma fungování sběrnice
Zdroj: Vlastní zpracování
2.11.1 PCI-EXPRESS sběrnice
Sběrnice PCI-EXPRESS, zkráceně PCIe,  patří  mezi  periferní  sběrnice.  Existuje  více 
druhů druhů periferních sběrnic jako AGP nebo PCI, avšak na základních deskách jsou 
dne již jen různé verze sběrnic PCIe. Ostatní typy periferních sběrnic jsou zastaralé a 
nejsou příliš používané. Všechny grafické karty ve firmě Comprimato jsou připraveny 
pouze do slotu PCIe, proto je dál popisována pouze tato sběrnice.(11)
PCIe  využívá,  na  rozdíl  od  předchůdců,  sériový způsob komunikace,  kdy jsou data 
posílána  sekvenčně.  Teoreticky  je  rychlejší  paralelní  přenos  dat,  protože  jeden 
přenosový kanál obsahuje více vodičů, a tudíž je možné odesílat více bitů najednou. S 
rychlostmi,  s  jakou  přišel  standard  PCIe  však  nastaly  problémy  se  synchronizací 
přijímaných  dat.  To  je  důvod,  proč  PCIe  komunikuje  sériově.  Samotný  přenos  pak 
probíhá point-to-point ve full duplex režimu. Znamená to, že vodiče vedou přímo od 
zařízení  k  zařízení  a  nemusí  přenosovou kapacitu sdílet.  Full duplex režim zajišťuje 
možnost současně přijímat i vysílat data v plné rychlosti.(11)
Od doby, kdy byla sběrnice představena první verze PCIe, došlo díky neustálenu vývoji 
ke značnému zrychlení. V současné době jsou obyčejně základní desky vybaveny sloty 
PCIe 3.0. Tabulka poskytuje porovnání rychlostí první verze a třetí verze, tedy pokrok 
od roku 2004 do roku 2010. 
Typ Propustnost verze 1.0 Propustnost verze 3.0
PCI-EXPRESS x1 250 MB/s 1000 MB/s
PCI-EXPRESS x2 500 MB/s 2000 MB/s
PCI-EXPRESS x4 1000 MB/s 4000 MB/s
PCI-EXPRESS x8 2000 MB/s 8000 MB/s
PCI-EXPRESS x16 4000 MB/s 16000 MB/s
Tabulka č. 1: Porovnání rychlostí PCIe 1.0 a 3.0 (Zdroj: PCI-SIG consortium)
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V tabulce je  propustnost  udávána vždy pro jeden směr.  Typ sběrnice od x1 po x16 
určuje počet linek, přičemž každá linka má dva vodiče. Jeden pro vysílaní dat a druhý 
pro příjem. Například x16 sběrnice je obsluhována dvaatřiceti vodiči.
Na obrázku 2 je jsou vyfoceny sloty PCIe sběrnic. Právě do nich se usazují rozšiřující 
zařízení  počítače  včetně  grafických  karet.  Na  této  konkrétní  základní  desce  jsou  k 
dispozici  sloty  pro  verze  2.0  a  3.0  odlišené  barevně  pro  snadnější  orientaci.  Za 
povšimnutí stojí zejména rozdíl mezi slotem x1 a slotem x16. Na první pohled je zřejmý 
velikostní  rozdíl.  Sloty  PCIe  x1  jsou  často  využívány  například  pro  síťové  karty. 
Naopak  všechny moderní grafické karty vyžadují slot PCIe x16. 
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Obrázek č. 2: Porovnání slotů různých PCIe sběrnic
Zdroj: Vlastní zpracování
3 ANALÝZA SOUČASNÉ SITUACE
V této části práce je přiblíženo, jak vypadalo testování ve firmě v době před nasazením 
testovacího nástroje  do provozu.  V kapitole  jsou uvedeny důvody,  proč je  současná 
situace  při  tempu  růstu  firmy  neudržitelná  a  proč  je  nasazení  testovacího  nástroje 
nutností.  Z kapitoly by mimo jiné měla vyplynout složitost  a těžkopádnost dnešního 
způsobu testování funkčnosti a rychlosti Comprimato kodeku.
Protože  se  výsledkem práce  má  být  automatizace  testování,  je  vhodné  otestovat  co 
nejvíce  zařízení  najednou.  Analýza  hardware  zkoumá  konkrétní  počítače  ve  firmě, 
určené k testování, z pohledu kolik a jaké grafické karty je vhodné do nich zapojit, aniž 
by bylo zpracování obrazových dat zkresleno. 
3.1 Analýza hardware
Pro  potřeby  vývoje  a  testovaní  je  firma  Comprimato  vybavena  stroji  s  vyšším 
výpočetním výkonem.  Výběr  těchto  strojů  je  záměrně  prováděn tak,  aby žádné dva 
nebyly stejné. Jde o mix Intel a AMD sestav s různými základními deskami. Důvod 
takového řešení je možnost testování a práce na různorodém hardware. 
Nejdůležitější částí technického vybavení jsou grafické karty. Škála karet, které firma 
vlastní je poměrně široká. Jde o grafické karty od obou hlavních výrobců na tomto trhu. 
Nvidia i AMD. Zaměstnanci mají k dispozici od karet nejnižších řad přes hráčské až po 
profesionální.
Cílem analýzy  hardware  je  určit  optimální  konfigurace  testovacích  strojů.  Jde  o  to 
zajistit, aby nebyl nebyl překročen výkon zdroje, vyzkoušet výkonnost karet, aby byly 
společně  testovány  podobně  výkonné  karty,  zjistit  maximální  počty  karet,  jenž  lze 
zapojit do konkrétních počítačů používaných na testování. Výsledek pomůže při psaní 
finálního nástroje určit kolik různých karet najednou bude moct uživatel nastavit pro 
testovaní. 
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3.1.1 Počítače
Celkem  pět  počítačů  se  používá  pro  potřeby  testování.  V  následující  tabulce  jsou 
rozepsány čtyři parametry, které je potřeba vzít v úvahu pro určení toho, kolik karet je 
možno mít zapojeno jednom stroji. Samotná tabulka zatím tuto odpověď neposkytuje. 
Tu přinese teprve ve spojením s analýzou grafických karet v další kapitole.
Stroj 1 Stroj 2 Stroj 3 Stroj 4 Stroj 5
PCIe x16 sloty 2 4 3 3 4
PCIe linky na CPU 16 32 40 40 40
Výkon zdroje (W) 850 850 850 1250 1500
Maximální délka karty (mm) 300 300 300 300 400
TDP procesoru (W) 84 125 130 130 140
Tabulka č. 2: Přehled počítačů vyhrazených pro testování (Zdroj: Vlastní zpracování)
První řádek vyjadřuje počet slotů PCI-Express s šestnácti přenosovými linkami, což je 
sběrnice, do které musí být karty zapojeny. Číslo zároveň určuje teoretický maximální 
počet grafických karet zapojených v daném počítači. Teoretický proto, že existují další 
potencionálně omezující parametry.
Každý procesor dokáže pracovat pouze s určitým počtem PCI-Express linek. Například 
pokud procesor  podporuje  16  PCIe  přenosových linek,  bude při  jednom zapojeném 
zařízení použito všech 16 linek. Pokud budou zapojeny dvě zařízení, procesor přenos 
rozdělí  na  8  linek  pro  každé  zařízení.  Tohle  samozřejmě  může  negativně  ovlivnit 
rychlost komunikace a tím i výkon kodeku. Počet podporovaných PCIe linek ukazuje 
druhý řádek tabulky.
TDP (Thermal design power) neboli navržený tepelný výkon je nejvyšší možný tepelný 
výkon,  který  může  procesor  vydávat.  Hodnota  se  udává  ve  wattech.  Procesory 
používané v testovacích strojích dosahují poměrně vysokých hodnot TDP. Vyšší řady 
karet Nvidia běžně mají maximální TDP na hodnotách přesahující 200W. Nejvýkonnější 
GeForce GTX Titan Z dosahuje dokonce 375W. Takových karet s vysokým TDP je ve 
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firmě hned několik. Více vytížených karech by společně s procesorem mohli dostat na 
hranici možností zdroje, proto je nutné zabývat se i jeho maximálním výkonem, což je 
údaj ve třetím řádku tabulky.
Každá  počítačová skříň  má  omezený vnitřní  prostor  pro  umístění  přídavných karet. 
Výrobce  tento  údaj  o  maximální  délce  přídavné  karty  standardně  uvádějí.  V rámci 
analýzy hardware byl zjištěn tento rozměr pro každý stroj. 
3.1.2 Grafické karty
Pro potřeby této práce byly grafické karty zkoumány z hlediska jejich fyzické délky, 
TDP a rozhraní sběrnice, do které musí být karta usazena. Tyto tři údaje společně s 
předchozími o počítačích odpovídají na otázku o maximálním počtu grafických karet 
zapojených v jednom počítači. 
Rozhraní sběrnice TDP (W) Délka karty (mm)
650Ti PCIe 3.0 x16 110 148
660Ti PCIe 3.0 x16 150 241
680 PCIe 3.0 x16 195 254
750 PCIe 3.0 x16 55 160
750Ti PCIe 3.0 x16 60 161
780 PCIe 3.0 x16 250 274
780Ti PCIe 3.0 x16 250 267
K40c PCIe 3.0 x16 235 265
K5000 PCIe 2.0 x16 122 266
Titan PCIe 3.0 x16 250 282
980 PCIe 3.0 x16 165 266
R7 260x PCIe 3.0 ×16 115 178
R9 290x PCIe 3.0 ×16 290 276
Tabulka č, 3: Přehled grafických karet (Zdroj: Vlastní zpracovní)
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Z tabulky vyplývá, že všechny karty určené k testování podporují nejnovější verzi 3.0 
standardu PCIe. Krom Nvidia Quadro K5000, která byla představena už v roce 2012, 
kdy sběrnice PCIe verze 3.0 nebyla tolik rozšířena. Jelikož je běžné, že základní desky 
jsou osazeny i staršími typy slotů, je vždy nutné ujistit se, že je karta v tom správném.
Jak bylo naznačeno v předchozí části o počítačích, grafické karty, které jsou ve firmě k 
dispozici pro testování, mohou být při plném vytížení značnou zátěží pro zdroj počítače 
To potvrzuje sloupec předchozí tabulky TDP, z něhož jde poznat, že je možné osadit 
základní desky strojů 1 až 3 kartami, jejichž součet TDP dává více, než je maximální 
výkon zdroje.
Naopak bylo zjištěno, že rozměr grafických karet není překážkou. Všechny karty na 
délku  kratší,  než  je  udávaná  maximální  délka  přídavných  karet  všech  použitých 
počítačových skříní. V praxi jsem zjistil,  že některé karty, jejichž délka je těsně pod 
hranicí té maximální, je sice obtížné a nepohodlné zapojovat, nikoliv však nemožné.
3.1.3 Zjištěné problémy
Při analýze hardware jsem narazil na několik specifických problémů ryze praktického 
charakteru, o kterých se ve firmě nevědělo. Níže jsou problémy rozepsány a opatřeny 
obrázky, jež popis doplňují.
Špatný výběr počítačové skříně
Na obrázku 3 je vidět, že rozložení komponent ve skříni znemožňuje použít třetí PCIe 
slot. Většina karet se do tohoto úzkého prostoru nemůže vejít. Ostatní zde také nejdou 
umístit kvůli přítomným pinům, od nichž vedou kabely ke spínacímu tlačítku na přední 
straně skříně. Když jsou totiž kabely zapojeny v pinech, příliš vyčnívají a kartu nelze 
správně usadit. Přímo na základní desce se nachází ještě jedno spínací tlačítko, které je 
ale přesně v místě, kde jsou i zmíněné piny. Pokud bychom kabely připojené k pinům 
odpojili, karta by zakryla druhé spínací tlačítko a počítač by stejně nešlo zapnout.
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Nevhodné napájení karty 
Některé grafické karty ve firmě mají tak špatně umístěny napájecí konektory, že pro 
jejich odpojení je zapotřebí šroubováku a velké trpělivosti. Ve firmě, kde se grafické 
karty v počítačích mění tak často, je velice nepříjemné ztrácet tímto čas. Po upozornění 
bylo rozhodnuto, že při příštím nákupu karet bude k tomuto přihlédnuto a případně bude 
zvolen jiný výrobce. 
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Obrázek č. 3: Nevhodná PC skříň
Zdroj: Vlastní zpracování
3.1.4 Výsledek analýzy hardware
Zkoumáním hardware používaného k testování kodeku jsem zjistil, že maximální počet 
grafických karet, které lze do jednoho počítače umístit jsou čtyři. Kodek lze spustit i na 
procesoru,  tudíž  lze  testovat  až  na  pěti  zařízeních  najednou.  Toto  zjištění  je  třeba 
zohlednit v samotném testovacím nástroji a umožnit zvolit testování na vybraných nebo 
všech pěti zařízeních při jednom spuštění nástroje. 
Zjištění se týkají také omezení ze strany výkonu zdroje. Konkrétně jde o stoje označené 
čísly 2 a 3. Výkon jejich zdrojů je 850W a mají možnost zapojení čtyř a tří grafických 
karet. Zde je potřeba dávat pozor, jaké karty jsou do počítače zapojovány. 
U stroje číslo 2 (podle tabulky) se přišlo na to, že PCIe x16 sloty jsou pouze ve verzi 
2.0. Jde o nepozornost při koupi tohoto stroje. Dlouhou dobu se o tom nevědělo, protože 
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Obrázek č. 4: Špatně řešené napájení karty
Zdroj: Vlastní zpracování
grafické  karty  fungují  i  ve  slotu  verze  2.0,  avšak  tento  slot  je  pomalejší  a  některé 
rychlejší karty v něm nedosahovaly očekávaných rychlostí. Na příčinu se přišlo až při 
této  analýze.  Stroj  nebude  vyřazen  z  testovacích,  ale  bylo  rozhodnuto,  že  sloužit 
k testování pouze slabších karet NVIDIA 650Ti, 750 a 750Ti nebo na funkční testy.
Opakovaným  testováním  jsem  si  ověřil  výkony  jednotlivých  karet.  Společně 
s informacemi o výkonu zdrojů a parametrech PCIe sběrnic na strojích, jsem určil u 
každé karty,  na kterém počítači  je  vhodné ji  testovat.  Podobně výkonné karty  vždy 
společně. Tím je zajištěno to, že při spuštění testu na jednom počítači, kdy platí pro 
všechny  karty  stejné  nastavení  kodeku,  bude  test  na  všech  kartách  trvat  nejkratší 
možnou dobu.
Rozdělení karet do počítačů:
• Stroj 1: 660Ti, 680
• Stroj 2: 650Ti, 750, 750Ti
• Stroj 3: 780, K5000
• Stroj 4: R7 260x, Rí 290x 
• Stroj 5: 980, Titan, K40c, 780Ti
3.2 Testovací datové sady
Ve firmě Comprimato je  k dispozici  jedna sada obrázků ve formátu RAW, která se 
používá k testování nových verzí kodeku. Sada byla vytvořena ze 75 původních obrázků 
jejich převedením do různých formátů. Tím vzniklo několik podsad tvořených právě 
pětasedmdesáti  obrázky v příslušném formátu.  Těchto podsad je celkem 14 a liší  se 
rozlišením  (3840x2160  a  1920x1080),  vzorkováním  barevných  složek  (4:4:4,  4:2:2 
a 4:2:0)  a  bitovou  hloubkou  (8,  10  a  12bit),  přičemž schéma 4:2:0  obsahuje  pouze 
osmibitové obrázky. 
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Tohle je  výchozí  stav,  který ale  není  uspokojivý.  Každý obrázek je  jinak složitý  na 
komprimování. Grafické kartě se bude hůř pracovat s akčním filmovým záběrem, než 
s dvoubarevným přechodem, i když budou mít stejné rozlišení, vzorkování a bitovou 
hloubku. Pro zvýšení kvality testování, bude vytvořena alespoň ještě jedna podobnou 
sada  obrázků  a  přizpůsoben  testovací  nástroj,  aby  bylo  možné  snadno  použít 
kteroukoliv.
Není úplně snadné sehnat dostatečně kvalitní obrázky použitelné pro komerční účely. 
Existuje však nezisková organizace Xiph.org, která si klade za cíl podporovat a rozvíjet 
otevřené  protokoly  a  software  jako  pomoc  veřejnosti  a  vývojářům.  Na  svém webu 
nabízejí  ke  stažení  několik  volně  šiřitelných  filmů  po  jednotlivých  snímcích.  Ne, 
všechny jsou vhodné pro vytvoření  testovací  sady,  většinou z důvodu nízké kvality. 
Avšak jsou k dispozici i filmy v rozlišení 4K.
3.2.1 Pojmenování obrázků
Pro  první  datovou  sadu  byl  ve  firmě  ustanoven  předpis  toho,  jak  se  obrázky  mají 
jmenovat. Předpis existuje z důvodu snadné rozlišitelnosti formátu obrázků podle jejich 
názvu.  Skutečnost,  že  existuje  sjednocení  názvů,  bude  využita  při  programování 
testovacího nástroje a zároveň bude tento předpis dodržen u všech nových datových sad.
Předpis vypadá takto:
„horizontální rozlišení“.“vertikální rozlišení“.formát.“název datové sady_číslo“.raw
Příklad:
3840.2160.444-u12-msb16le-p012.tears_of_steel_0360.raw
3.3 Původní postup testování
Postup testování před zavedením testovacího nástroje byl velmi zdlouhavý. Tester musel 
celý příkaz, který spustí testování vypisovat do příkazového řádku. Tím lze spustit test 
jen na jednom profilu obrázku ze čtrnácti, které se standardně testují. Tester dál musel 
sbírat  jednotlivé  výsledky  a  někam  je  zapisovat.  Tímto  způsobem  bylo  zcela 
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nemyslitelné, aby někdo vytvářel tabulky s přehledem rychlostí, protože by to trvalo 
příliš dlouho.
Časem vznikali jednoduché jednoúčelové skripty, které dokázali otestovat kartu na více 
profilech  obrázků,  ale  pouze  s  jedním  konkrétním  nastavením  kodeku  a  na  jedné 
konkrétní sadě obrázků. 
3.4 Požadavky na testovací nástroj
Po konzultaci s vedením firmy a během fáze, kdy jsem poznával prostředí testovací 
aplikace,  její  možnosti  a  aspekty  ovlivňující  výsledky  testovaní,  postupně  vznikli 
požadavky na testovací nástroj.  Základní a naprosto nezbytnou možností  je možnost 
záznamu hodnoty FPS. Postupem času vzešlo od zaměstnanců několik dalších nápadů 
na funkce nástroje,  které  by mohl  pro usnadnění  testování  obsahovat.  Ty ustálili  na 
těchto.
• Možnost měření PSNR
• Volba testovací sady obrázků
• Identifikace použitého hardware a jeho záznam do výstupu
• Výběr určitých profilů ze sady obrázku pro testování
• Snadno čitelné výsledky testování
• Záznam o případných chybách při testování
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4 VLASTNÍ NÁVRHY ŘEŠENÍ
V rámci návrhu řešení nebyl vytvořen pouze automatizovaný testovací nástroj, ale pro 
potřeby  vytvoření  nových  testovacích  sad  obrázků,  také  skripty  pro  přejmenování 
a převod originálních obrázků do potřebného formátu. Podobně jako testovací nástroj 
přinesou do firmy zjednodušení a zrychlení při řešení problému, pro který byly napsány.
4.1 Tvorba nových datových sad
V předchozí kapitole bylo poznamenáno, že ve firmě existuje pouze jedna datová sada 
ve stavu použitelném pro celkové testování kodeku. Z toho důvodu byly vytvořeny další 
dvě.  Na webu  zmiňované  organizace  Xiph.org  jsou  pod licencí  Creative  Commons 
Attribution 3.0 ke stažení čtyři  filmy. Pod touto licencí je možno dílo rozmnožovat, 
distribuovat a transformovat pomocí jakéhokoliv média,  v jakémkoliv formátu a pro 
jakýkoliv účel, a to i komerční. Ze čtyřech takto dostupných filmů jsou dva v rozlišení 
4K s 16bitovou barevnou hloubkou. Přesně tohle jsou vlastnosti potřebné pro vytvoření 
nové datové sady.
Požadavky na nové datové sady nejsou tak široké jako v případě první, která již ve 
firmě existuje. Vedení firmy usoudilo, že zatím není potřeba dalších obrázků ve FullHD 
a obrázků s podvzorkováním 4:2:0. Nové datové sady tudíž budou pouze v rozlišení 4K, 
se vzorkováním 4:4:4 a 4:2:2 a bitovými hloubkami 12, 10 a 8 bitů. 
4.1.1 Stažení obrazového materiálu
Filmy jsou ke stažení po jednotlivých obrázcích, kterých je v obou případech kolem 
dvaceti tisíc a na webu neexistuje možnost, jak je stáhnout všechny. Na tuto situaci lze 
nahlížet  dvěma  úhly  pohledu.  Na  jednu  stranu  je  možné  stáhnout  pouze  několik 
obrázků, což by v případě, kdy by všech obrázky byly součástí jednoho rozbalitelného 
souboru,  bylo  obtížné,  protože  všechny  dohromady  mají  kolem  600GB.  Na  stranu 
druhou, není záležitostí jednoho kliknutí stažení všech najednou. 
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Pro získání všech obrázků byl vytvořen jednoúčelový skript, který do textového souboru 
uložil webové adresy na všechny obrázky dané sady. Skript využívá podobnosti adres, 
jež se liší  vždy jen pořadovým číslem. V cyklu pak sestavuje přesné adresy každou 
ukládá  na  jednotlivé  řádky  výstupního  souboru.  Celý  soubor  následně  zpracují 
programy Wget a Xarg takto.
xargs -a in.txt wget -m 
Program Wget slouží pro stahování souborů z internetu. Společně s programem Xarg, 
který  obecně  provádí  předepsanou  akci  pro  každý  vstup(7).  Parametr  -a  určuje,  že 
vstupy  se čtou ze souboru „in.txt“, kde každý řádek je vstupem. Po spuštění takového 
příkazu v příkazové řádce začne postupné stahování všech obrázků.
4.1.2 Konvertování do J2K
Obrázky jsou na webu Xiph.org nabízeny ve formátu TIFF, což je formát, se kterým 
kodek Comprimato nepracuje. Pro převod do žádoucího formátu J2K byl použit interní 
firemní konvertor napsaný zdejšími vývojáři jen pro tento typ převodu. Převedené J2K 
obrázky jsou uloženy na datovém serveru pro možné pozdější použití. Z celé této sady 
přibližně dvaceti tisíc obrázků bylo vybráno 75 pro vytvoření testovací sady. Obrázky 
jsou z různých částí filmů, aby byly obsaženy snímky z co možná nejvíce scén, jež se v 
obou filmech vyskytují. Testovací sada obsahuje téměř všechny profily obrázků jako 
sada, která již ve firmě byla k dispozici a která je popsaná v kapitole „Analýza současné 
situace“. Níže je popsán postup tvorby jednotlivých profilů. 
4.1.3 Příprava obrázků se vzorkováním 4:4:4
V souladu s požadavky z firmy, byly obě nové sady připraveny ve stejných profilech 
jako je první již existující. Výchozími vlastnostmi vybraných 75 obrázků je rozlišení 
3840x2160,  16-bitová barevná hloubka a vzorkování  4:4:4.  V této části  je   žádoucí 
výstup tři krát 75 nových obrázků s bitovými hloubkami 12, 10 a 8 bitů ve formátu 
RAW a rozlišení 4K. Ostatní vlastnosti zůstanou nezměněny.
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Příprava těchto obrázků byla jednodušší, protože ji zvládl firemní dekodér, pro který byl 
napsán testovací nástroj. Jedinou změnou oproti originálním obrázkům je totiž barevná 
hloubka. Pro hromadné dekódování byl vytvořen jednoduchý skript, který obsahuje tři 
cykly s přednastavenými sedmdesáti pěti iteracemi. Princip fungování všech třech cyklů 
je naprosto stejný a liší se pouze v tom, že každý z nich vytvoří obrázek o jiné bitové 
hloubce a jiném názvu. Níže je uveden a popsán jeden z cyklů.
IMG_NUM=75
for (( num=0; num<=$IMG_NUM; num=$num+1 )); do
if (( 0<=$num && $num<=9 ))
then
./dec/tester --format 444-u12-msb16le-p012 /data/sintel/sintel$num.j2k
mv  /data/sintel/sintel$num.j2k.raw  3840.2160.444-u12-msb16le-
p012.UHD-sintel_00$num0.raw
else
./dec/tester --format 444-u12-msb16le-p012 /data/sintel/sintel$num.j2k
mv  /data/sintel/sintel$num.j2k.raw  3840.2160.444-u12-msb16le-
p012.UHD-sintel_0$num0.raw
fi
done
Na začátku je inicializovaná proměnná „IMG_NUM“ nastavená na hodnotu 75. Každá 
iterace cyklu pracuje s jedním obrázkem. Aktuálně zpracovávaný obrázek je dekódován 
v požadovaném výstupním formátu jako RAW, přičemž jeho originál zůstává nezměněn. 
Příprava obrázků se vzorkováním 4:4:4Dekodér totiž vytvoří obrázek, jehož název liší 
pouze v příponě. Následně příkaz „mv“ obrázek přejmenuje tak, aby název odpovídal 
vzoru názvů, který byl zaveden již u první datové sady, a podle kterého testovací nástroj 
obrázky zpracovává. Kvůli správnému přejmenování je v cyklu ještě podmínka, která 
zajišťuje správné číslovaní.
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4.1.4 Příprava obrázků se vzorkováním 4:2:2
Proces tvorby této části datové sady je o jeden krok složitější,  protože u obrázků je 
potřeba  provést  podvzorkování  barev  do  schématu  4:2:2.  Tuto  operaci  samotný 
Comprimato  kodek  nedělá,  proto  musel  být  použit  další  interní  firemní  nastroj. 
Převodník, který slouží jen k podvzorkování barevných složek obrázku. Jeho použití je 
snadné.  Aby  operace  proběhla  správně  potřebuje  pouze  dva  parametry.  Prvním  je 
absolutní nebo relativní cesta k obrázku a druhým je název výstupního obrázku. 
Přípravu obrázků se vzorkováním 4:2:2 obstará téměř stejný skript jako při přípravě 
obrázků, kdy nebylo žádoucí podvzorkování barvonosných složek. Oba skripty se liší 
jen použitím výše popsaného převodníku, proto nebude znovu podrobně rozebírán.
4.1.5 Výsledná datová sada
Obě nové datové  sady vznikly  zcela  identickým způsobem.  Každá z  nich  obsahuje 
v součtu  všech profilů  450 obrázků.  Firmě se  tím otevřely  nové možnosti  testování 
kodeku. První film, ze kterého byla připravena datová sada, je animovaný a druhý hraný 
s obsahem náročných akčních scén. Předpoklad je, že obrázky z animovaného filmu 
nebudou pro grafickou kartu tak náročné na zpracování.
Přehled vytvořených profilů obrázků:
• Vzorkování 4:4:4, bitová hloubka 12b
• Vzorkování 4:4:4, bitová hloubka 10b
• Vzorkování 4:4:4, bitová hloubka 8b
• Vzorkování 4:2:2, bitová hloubka 10b
• Vzorkování 4:2:2, bitová hloubka 8b
V obou nových sadách jsou obsaženy tyto profily. Každý z profilů obsahuje 75 obrázků, 
v rozlišení 4K. 
39
4.2 Testovací nástroj
Součástí práce není jen naprogramování testovacího nástroje, ale také návrh testovacího 
pracovního  postupu,  jakým  bude  celé  testování  probíhat  V této  části  je  ustanoven 
způsob testování kodeku pomocí testovacího nástroje. Dále byl zvolen způsob uchování 
a přístup k nástroji tak, aby byl vždy kompletní k dispozici a aby jej mohli aktualizovat 
jen osoby k tomu určené.
4.2.1 Návrh podoby testovacího nástroje
Při úvahách nad tím, jak by měl testovací nástroj vlastně vypadat se vycházelo zejména 
z konzultací s lidmi, kteří jej budou používat tak, aby testovaní pro ně bylo pohodlné 
a efektivní a taky z podoby sady obrázků určených k testování. 
Na základě  požadavku s  testerů  i  vývojářů,  což jsou hlavní  uživatelé  nástroje,  bylo 
rozhodnuto, že celá struktura nástroje se bude skládat ze čtyř Bash souborů, přičemž 
jeden z nich bude hlavním takzvaně konfiguračním. Tento soubor bude jediným, jež 
bude  potřeba  před  spuštěním editovat.  Uživatelé  potřebují,  aby  šlo  všechna  možná 
nastavení testování zadat z jednoho místa. 
Z předchozí kapitoly o tvorbě nových datových sad vyplývá, že základní dělení obrázků 
v rámci sady je podle vzorkování barev. Společně s faktem, že existuje předpis, podle 
kterého jsou obrázky pojmenovány (viz. kapitola „Pojmenování obrázků“), se objevilo 
východisko,  jak  nástroj  napsat  tak,  aby  existovala  možnost  spustit  testování  na 
vybraných  profilech.  Jako  nejvýhodnější  řešení  se  ukázalo  rozdělit  testování  podle 
vzorkování obrázků. Celý testovací nástroj je rozdělen do čtyř spustitelných souborů. 
Jeden  z  nich  je  již  výše  zmíněný  konfigurační  soubor  a  další  tři  jsou  určeny  pro 
rozdělení  testování  obrázků  podle  jednoho  schématu  vzorkování.  V  konfiguračním 
souboru se dá určit,  zda pro testování použijí všechny tři soubory nebo jen některé. 
Takto si může uživatel zvolit s jakým vzorkováním se mají obrázky otestovat. 
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4.2.2 Konfigurační soubor
Konfigurační  soubor slouží  k nastavení  veškerých parametrů testování.  Zejména jde 
o navolení  parametrů  pro  obě  testovací  aplikace.  Dalšími  možnostmi,  díky  které  je 
splněno přání uživatelů, jsou volba testovací sady obrázků, zapnutí měření PSNR nebo 
volba úložiště výsledků měření.
Soubor je rozdělen do dvou základních částí z nichž první je uživatelská, kde uživatel 
volí všechna nastavení. Volba nastavení funguje tak, že uživatel vypisuje potřebné údaje 
do  proměnných,  jejichž  názvy  odpovídají  názvům  parametrů  kodeku,  případně 
napovídají  účel.  Navíc  jsou  všechny  proměnné  popsány  pomocí  poznámky  přímo 
v kódu. V poznámce je přesně napsáno, co se v dané proměnné nastavuje. Tam, kde 
existuje konečný počet možností volby, jsou tyto možnosti vyjmenovány.
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Obrázek č. 5: Uživatelská část konfiguračního souboru
Zdroj: Vlastní zpracování
Uživatelská část
Obrázek  5  ukazuje  nepodstatnější  pasáž  uživatelské  části  konfiguračního  souboru. 
Popisky jednotlivých proměnných jsou v anglickém jazyce, protože angličtina funguje 
firmě Comprimato jako hlavní komunikační jazyk. První proměnná „CMPTO_PATH“ 
obsahuje absolutní cestu k oběma testovacím aplikacím. Výchozí hodnotou je „pwd“, 
což je v Linuxu příkaz, který vypíše cestu k aktuálnímu pracovnímu adresáři. Zároveň 
je příkaz uzavřen v obrácených apostrofech. Ty zajistí, že bude příkaz spuštěn. Tento 
příkaz je nastaven jako výchozí,  protože testování většinou probíhá tak,  že testovací 
aplikace i testovací nástroj jsou umístěny v jednom adresáři. 
Proměnná „BASH_PATH“ patří mezi ty, které je nutné měnit v závislosti na operačním 
systému. Proměnná totiž ukazuje cestu k Bash interpretru. Tato cesta se liší v operačním 
systému Windows, kde se interpretr instaluje dodatečně. V systémech Linux a MacOS, 
jež  oba  vycházejí  z  operačního  UNIX,  tudíž  mají  velmi  podobnou  adresářovou 
strukturu, je Bash nachází již v základní instalaci a cesta k interpretru je stejná.
„RAMDISK_PATH“ je  další  z  těch  proměnných,  kde  je  potřeba rozlišovat  operační 
systém. S RAM diskem se totiž na každém systému pracuje trochu jinak. V systémech 
Linux, jako je třeba Ubuntu, může být RAM diskem každý adresář, který uvedeme v 
textovém souboru „fstab“ s patřičným nastavením. MacOS zase má tento a jiné podobné 
účely vyhrazený adresář Volumes v kořenovém adresáři.  Ve Windows se RAM disk 
objevuje  jako nová disková jednotka  tradičně  označená velkým písmenem (obvykle 
„R“).
Výhodou  je  možnost  uložit  výsledky  testování  kamkoliv  na  počítači.  Proměnná 
„RESULTS_PATH“ zajistí, že výsledky budou přesně tam, kde uživatel zadá. Výchozí 
nastavení  opět  obsahuje  příkaz  „pwd“,  protože  nejčastěji  je  potřeba  mít  výsledky 
v aktuálním adresáři, odkud je testovací nástroj spouštěn.
Další  dvě  proměnné  souvisí  s  volbou  testovací  sady  obrázků.  V  první 
„SET_OF_IMAGES“ se volí, jaká sada se má použít. Na obrázku je vidět, že sady jsou 
v současnosti tři. Proměnná „IMAGE_SOURCE“ určuje úložiště obrázků. Ve většině 
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případů není výchozí hodnota měněna, protože všechny testovací počítače mají obrázky 
uloženy na stejném místě.  Vy jímkou je samozřejmě systém Windows, kde samotná 
adresářová struktura vypadá jinak, proto i cesta k obrázkům musí být jiná.
Značné  ulehčení  práce  poskytuje  možnost  vybrat  jedno  až  pět  různých  zařízení 
k testování a  možnost omezení testovaní jen na vybrané obrázky podle vzorkování.  
Druhá část konfiguračního souboru
Do druhé části již uživatel nezasahuje, protože slouží ke zpracování voleného nastavení 
a následnému předání parametrů dalším částí testovacího nástroje. Od uživatelské části 
je zřetelně oddělena poznámkou. Je tak na první pohled jasné, kde pro uživatele končí 
část,  kterou může editovat.  Před  předáním parametrů a  zahájením testování  dochází 
v této části  k  detekci  hardware  a  k přípravě  adresáře,  kam budou uloženy výsledky 
testování.  Zjištěný  hardware  se  ukládá  společně  s  výsledky  do  jednoho  adresáře. 
V rámci  testování  je  zjišťován  typ  procesoru,  základní  deska,  grafická  karta  a  také 
informace o verzi operačního systému a verzi kodeku.
Důležitý detail v této části kódu je právě detekce hardware. Přesné názvy hardwarových 
komponent jsou zjišťovány ze systémových souborů. Platí to však jen systémy Linux 
a MacOS,  kde  jsou  tyto  systémové  soubory  téměř  stejné.  Pokud  je  test  spuštěn  na 
systému Windows, je tato operace automaticky přeskočena, protože nelze pomocí Bashe 
jednoduše takové informace zjistit. Ve firmě Comprimato je pouze jeden počítač určený 
k  testování  se  systémem  Windows,  takže  je  zřejmé,  ze  kterého  počítače  výsledky 
z Windows verze pocházejí.  Z tohoto důvodu není absence detekce hardware velkou 
ztrátou. 
Jako příklad, jakým způsobem je zjišťován hardware, je uveden procesor.
   echo "CPU:" >> $result_path/hwsw.log
   cat /proc/cpuinfo | grep -m 1 "model name" | sed 's/^.*: //' >> $result_path/hwsw.log
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První řádek zajišťuje, že výpis, který se provádí příkazem „echo“, bude přesměrován do 
adresáře s výsledky, což zajistí proměnná „$result_path“, do log souboru „hwsw.log“. 
Ve druhém řádku zajistí příkaz „cat /proc/cpuinfo“ výpis informací o procesoru, který 
je však příliš dlouhý a je žádoucí z něj vytáhnout jen typ procesoru. K tomu pomůže tzv. 
roura  (  |  ),  která  „přesměrovává standardní  výstup jednoho programu na standardní 
vstup  druhého  programu“.(12)  Tím druhým programem je  „grep“  respektive  „sed“. 
Program „grep“ s  přepínačem „-m 1“ vybere z výpisu jen řádek, na kterém nalezne 
řetězec znaků „model name“. Program sed za pomocí regulárního výrazu potom tento 
řádek ještě oklestí tak, aby zbylo skutečně jen modelové jméno procesoru. Tento výstup 
je přesměrován do souboru „hwsw.log“.
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Diagram  popisuje,  jakým  způsobem  pokračuje  program  po  tom,  co  načte  všechny 
proměnné z uživatelské části.
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Obrázek č.  6: Vývojový diagram zpracování uživatelské  
části
Zdroj: Vlastní zpracování
4.2.3 Průběh testování
Když v konfiguračním souboru dojde běh programu k části, kdy se má být zahájeno 
testování,  spustí  se  další  skript,  kterému  jsou  předány  všechny  zvolené  nastavení 
kodeku. V této stěžejní části dokumentu je podrobně popsáno, jak skript funguje. Jak již 
bylo  zmíněno,  skripty  pro  testování  jsou  celkem tři  a  každý z  nich  testuje  obrázky 
s jiným vzorkováním. Princip fungování těchto skriptů je stejný a samotný kód se liší 
pouze v drobnostech. Proto vše co je zde uvedeno platí pro všechny tři skripty.
Princip fungování
Celý  skript  je  uzavřen  ve  dvou  cyklech  typu  for,  které  určují  rozlišení  a  bitovou 
hloubkou obrázků, jež jsou v dané iteraci testovány. První cyklus je nastaven na tři 
opakování a postupně naplňuje proměnnou „bit“ čísly 8, 10 a 12. Druhý je nastaven na 
dvě  opakování  a  naplňuje  proměnnou  „resolution“  hodnotami  „1920x1080“ 
a „3840x2160“. To znamená, že se postupně testují obrázky s barevnou hloubkou 8 bitů 
v nejprve s rozlišením FullHD a následně 4K a po té se přejde k barevným hloubkám 10 
 a 12 bitů. Níže jsou uvedeny oba cykly tak, jak ve skutečnosti vypadají.
 for bit in "8" "10" "12"; do
    for resolution in "1920.1080" "3840.2160"; do
V  této  chvíli,  kdy  je  jasné,  jaký  profil  obrázků  se  má  zrovna  testovat,  program 
nakopíruje ty správné obrázky do RAM disku. K tomu slouží další  cyklus typu for. 
Cyklus  v  každé  iteraci  zjistí  jméno  obrázku  a  jeho  kopii  uloží  v  RAM  disku. 
V konfiguračním souboru si uživatel zvolí na kolika různých obrázcích má proběhnout 
test  čímž je  stanoven počet  opakování  tohoto cyklu.  Maximem je  však 75 obrázků, 
protože všechny testovací sady jich mají na každém profilu přesně tolik. Při kopírování 
do RAM disku, skript využívá toho, jak jsou obrázky pojmenovány. Pomocí systému 
podmínek lze poměrně snadno sestavit název každého obrázku. Předpis pojmenování 
je uveden v kapitole „Pojmenování obrázků“. 
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Kódování
Skript  pokračuje  spuštěním samotné  testovací  aplikace.  Jako první  přichází  na  řadu 
kódovaní. V tu stejnou chvíli, kdy probíhá testování je potřeba zaznamenávat veškerý 
výstup z aplikace. Nejdůležitější je zaznamenat výslednou rychlost v FPS, ale aplikace 
zároveň  vypisuje  informaci  o  výsledku  kódování  respektive  dekódovaní  každého 
obrázku.  Případné chyby se mohou vyskytovat  jen na některých obrázcích,  proto je 
nutné mít záznam celého výstupu.  
    LOG_FILE=$RAMDISK_PATH/cmpto.enc.444.$resolution.gpu-$GPU_STR.log
    RESULTS_FILE=$RAMDISK_PATH/results.txt
Ještě před příkazem, který spustí testování, jsou připraveny dvě proměnné. Proměnná 
„LOG_FILE“  název  a  cestu  k  souboru,  kde  bude  uložen  celý  výstup  z  testovací 
aplikace. V „RESULTS_FILE“ název a cesta k souboru, v němž budou uloženy všechny 
výsledky.  Nutno  podotknout,  že  soubory  zatím  neexistují,  jde  jen  o  řetězec  znaků 
v proměnné.
Následující ukázka kódu obsahuje stěžejní část celého skriptu. V této části je spuštěno 
kódování a zároveň dochází k záznamu veškerého výstupu.
    result=$($CMPTO_PATH/enc/tester $parameters $RAMDISK_PATH/*.raw)
    echo "$result" >> $LOG_FILE
    fps=`grep FPS <<< "$result"`
    errors=`grep -E ' ERROR|Error|error' <<< "$result"`
    if [ -n "$errors" ]; then
      echo $errors >> $RESULTS_FILE
    fi
    echo $test_des: $fps >> $RESULTS_FILE
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Do proměnné „result“  je  zaznamenán celý výstup z  testovací  aplikace.  Aby to bylo 
možné je využito substituce příkazů, což je cesta, která umožňuje používat standardní 
výstup  z  aplikace  jako hodnotu  proměnné.  V rámci  proměnné je  spuštěna  testovací 
aplikace, ke které vede cesta uložená v „CMPTO_PATH“, pomocí „parameters“ jsou 
předány parametry testování a v proměnné „RAMDISK_PATH“ je cesta k obrázkům. 
Znak  „*“  před  příponou  „raw“  znamená,  že  mají  být  otestovány  všechny  soubory 
z touto  příponou.  Jde  o  regulární  výraz,  kde  hvězdička  zastupuje  neomezený  počet 
znaků. V RAM disku jsou vždy jen aktuálně potřebné obrázky, proto je možné použít 
tento regulární výraz.
Příkaz „echo“ vypíše obsah proměnné „result“.  Výstup je  však přesměrován do log 
souboru,  jehož  jméno  a  umístění  je  uloženo  v  připravené  proměnné  „LOG_FILE“. 
V tuto chvíli, kdy dojde k přesměrování zároveň tento soubor vznikne. 
Nejdůležitějším  výstupem  z  celého  testování,  je  soubor  s  naměřenými  rychlostmi 
zpracování vyjádřených v FPS. Zbývající řádky zajišťují, aby výsledky celého testování 
byly na jednom místě v tomto souboru. Znovu je zde využita proměnná „result“, ve 
které je stále celý výstup z testovací aplikace. Programem grep vyhledá v textu řádek, 
jenž obsahuje řetězec znaků „FPS“, což je  řádek,  kde je výsledek. Stejný postup je 
aplikován na vyhledání  případné chyby. Podmínka „if“  zkoumá, zda se v proměnné 
„errors“ něco nachází. Když zjistí, že ano, je její obsah odeslán do souboru „results.txt“. 
To stejné se stane s obsahem proměnné „fps“.
Dekódování
Průběh dekódování funguje hodně podobně jako průběh kódování. Skript využije již 
vytvořených  proměnných  „LOG_FILE“  a  „RESULTS_FILE“.  Před  spuštěním 
dekódování se „LOG_FILE“ přepíše na název souboru. Další postup se od kódování 
neliší.  Do  souboru  s  výsledky  jsou  další  naměřené  hodnoty  přidávány  a  až  jsou 
otestovány  všechny  profily,  je  obsah  tohoto  souboru  přesměrován  do  souboru 
„results.log“ v úložišti výsledků. 
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Měření PSNR
Měření PSNR probíhá pouze v případě, že si to uživatel zvolí v konfiguračním souboru. 
Poměr se měří mezi originálním obrázkem a dekódovaným obrázkem. Podle výsledku 
měření lze získat představu o tom, jak moc kodek obrázky zkreslí. Výsledky slouží také 
jako rychlá kontrola toho, jestli jsou obrázky zpracovávány správně bez toho aby se na 
ně musel kdokoli podívat. Pokud totiž PSNR vyjde příliš nízké, je pravděpodobné, že 
i když testovací aplikace při kódování a dekódování nenahlásí žádnou chybu, neprobíhá 
celá operace správně a obrázek je zdeformován.
K měření  se  využívá firemní nástroj  napsaný vývojáři  ve firmě Comprimato.  Tento 
program potřebuje na vstup výšku a šířku obrázku, zvolenou metriku a cestu k oběma 
obrázkům  včetně  jejich  formátu.  Formát  se  zapisuje  ve  stejném  formátu  jako  do 
testovací aplikace.
if [[ $PSNR == "yes" ]]; then
          if [ "$bit" = 8 ]; then
           format="444-u8-p012"
         else
           format="444-u"$bit"-msb16le-p012"
        fi   
   for ((i=1; i<=$IMG_NUM; i++)) do
psnr_result=$psnr_result": "$(`pwd`/compare -s $WIDTH $HEIGHT -m PSNR $format  
$RAMDISK_PATH/$psnr_img1$i'0'.raw  $format  $RAMDISK_PATH/
$psnr_img2$i'0'.raw.j2k.raw)
             echo "$psnr_result" >> $RESULTS_DIRECTORY/psnr.log
             done
    fi
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Předchozí ukázka kódu ukazuje, jakým způsobem je PSNR měřeno. Prvním krokem je 
rozhodnutí, zda vůbec měřit. Pouze pokud obsahuje proměnná „PSNR“ hodnotu „yes“, 
pokračuje běh programu dovnitř podmínky „if“. Před tím, než je spuštěno porovnávání 
obrázků je do proměnné „format“ uložen jejich formát. Rozhodování se děje na základě 
aktuální hodnoty v proměnné „bit“. Kód v následujícím cyklu typu „for“ se zopakuje 
tolikrát,  kolik je obrázků určeno k testování. Jak známo z předchozího textu, je jich 
maximálně 75. V každé iteraci cyklu je spuštěn nástroj Compare a jsou porovnány dva 
odpovídající obrázky. Výstup z tohoto programu je přesměrován, podobně jako všechny 
ostatní výsledky, do adresáře se záznamem všech výsledku do souboru „psnr.log“.
Dokončení
Po dokončení  části  s  PSNR se běh programu dostane  do situace,  kdy jsou obrázky 
v RAM  disku  nepotřebné,  protože  už  byly  otestovány  a  všechny  výsledky  jsou 
zaznamenány. Skript v této chvíli všechny obrázky z RAM disku smaže. Tím se dokončí 
iterace  jednoho  nebo  obou  hlavních  cyklů,  změní  se  obsah  proměnné  „resolution“ 
případně  i  „bit“  a  program celý  postup  od  začátku  opakuje,  tentokrát  již  na  jiném 
profilu. 
rm $RAMDISK_PATH/*.raw
rm $RAMDISK_PATH/*.j2k
Když oba hlavní cykly skončí, což znamená, že všechny obrázky jsou otestovány skript 
odešle  log  soubory  a  hlavně  soubor  s  výsledky  do  adresáře  s  výsledky.  Posledním 
krokem vyčištění RAM disku a uvolnění místa pro další testování. 
cp $RAMDISK_PATH/*.log $RESULTS_DIRECTORY
cat $RAMDISK_PATH/results.txt >> $RESULTS_DIRECTORY/results.log
rm $RAMDISK_PATH/results.txt
rm $RAMDISK_PATH/*.log
50
51
Obrázek č. 7: Vývojový diagram průběhu testování
Zdroj: Vlastní zpracování
Diagram  poskytuje  základní  přehled  o  tom,  jak  celé  testování  probíhá.  Diagram 
neobsahuje všechny operace, které ve skriptu probíhají. Slouží pro představu o tom, jak 
program postupuje při testování.
4.2.4 Výsledky testování
V kapitole „Konfigurační soubor“ bylo zmíněno, že pro každý výsledek testování je 
vytvořen  vlastní  adresář  s  názvem testovaného  zařízení  a  s  několika  soubory,  které 
identifikují daný test. V této části je popsáno a ukázáno, jak tyto soubory vypadají, jak 
v nich orientovat a jaké informace vůbec obsahují. 
Obsah adresáře s výsledky
Pokud byl test spuštěn na všech profilech obrázků, vytvoří se 12 log souborů, s přesným 
záznamem výstupů z testovací aplikace. Z těchto souborů jsou vyseparovány rychlosti 
FPS a uloženy zvlášť v souboru. Stěžejní údaje o rychlosti jsou tak uloženy přehledně 
pohromadě. V případě, že byl spuštěn také test PSNR, vytvoří se záznam, jež obsahuje 
hodnoty  PSNR  pro  každý  obrázek  testovaný  obrázek.  Posledním  log  souborem  je 
záznam použitého hardware a software. Konkrétně jde o typ procesoru, základní desky, 
verzi operačního systému a verzi Comprimato kodeku.
Záznam výstupu z testovací aplikace
Na začátku záznamu jsou vždy uvedeny parametry, se kterými byl test spuštěn. Další 
řádky  dokumentu  patří  výstupu z  testovací  aplikace.  Ten vypadá tak,  že  nejprve  je 
uvedeno zařízení,  které  je  pro testování  použito,  a  verze  kodeku.  Výstup pokračuje 
informacemi  o  úspěchu  či  neúspěchu  zpracování  každého  obrázku.  Pokud  nastane 
nějaká chyba je zaznamenána právě zde. Díky záznamu je potom možné identifikovat 
o jaké  chyby  šlo.  Na  konci  testu  jsou  vypsány  ještě  čtyři  informace.  Jde  o  počet 
testovaných  obrázků,  velikost  rozlišení,  délka  trvání  testu  a  stěžejní  údaj  FPS. 
Nejdůležitější je pochopitelně hodnota FPS, ale velmi důležitým údajem je také délka 
trvání.  Podle  délky  trvání  se  hodnotí  věrohodnost  naměřených  hodnot  FPS.  Je 
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empiricky zjištěno, že test musí trvat alespoň 30 vteřin. Po této době se již FPS nemění. 
Naopak  pokud  je  test  kratší,  vychází  FPS  zpravidla  vyšší,  než  doopravdy  je  karta 
doopravdy schopna spočítat.
Záznam použitého hardware a software
Protože se ve firmě používá na testování více počítačů s různou konfigurací a různými 
operačními systémy,  byla do skriptu část,  která  dokáže  zjistit  konfiguraci  použitého 
počítače.  Existují  situace,  kdy  se  výsledcích  testování  objeví  nestandardní  čísla, 
zpravidla nižší FPS, než se čeká. Potom je potřeba určit, zda šlo jen o ojedinělý výkyv 
nebo se jedná o skutečné zpomalení.  Při šetření je dobré znát,  na jakém počítači se 
testovalo, což nemusí být jasné, protože výsledky se nearchivují na původním počítači a 
právě použitý hardware a software může mít na výsledek měření velký vliv.
Záznam PSNR
V  tomto  souboru  jsou  uvedeny  hodnoty  PSNR  pro  jednotlivé  obrázky.  Čísla  jsou 
seřazena pod sebou  podle profilu. Na řádku před číslem je jméno obrázku, aby bylo 
vidět, ke kterému patří. 
Záznam výsledků
Jde o nejdůležitější soubor, který po testování vznikne. Jsou v něm uloženy výsledky 
kódování a dekódování na všech profilech obrázků. Zároveň lze z tohoto místa zjistit, 
zda při testování nedošlo k nějaké chybě, protože je na první pohled vidět, když nějaký 
výsledek chybí, případně když je místo čísla přímo chyba. 
4.2.5 Uchování testovacího nástroje
Jak bylo uvedeno v teoretické části práce, pro uchování testovacího nástroje byl použit 
systém správy  verzí  Git,  kde  také  popsáno,  k  čemu nástroj  slouží  a  v  čem přesně 
spočívají jeho výhody. V této kapitole je uvedeno, co všechno je třeba udělat, aby byla 
aktuální verzi nahrána do repositáře a jakým způsobem funguje klonování repositáře na 
lokální počítač.
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Získání repositáře Git
Veškerá práce se systémem Git, včetně získání repositáře, se provádí v příkazové řádce. 
Existuje možnost, jak jej ovládat pomocí webového rozhraní, ale program je určen pro 
technicky zdatné uživatele, tudíž je pro ně mnohem rychlejší použít terminál. Příkaz, 
který  vytvoří  kopii  repositáře  na  lokálním počítači  je  „git  clone  [url]“.  Po  spuštění 
příkazu program získá kopii  všech dat  ze serveru s  nimiž může uživatel  hned začít 
pracovat. Celý příkaz může vypadat například takto:
git clone https://vitekmatela@bitbucket.org/comprimato/cmpto_test_tools.git
Program  si  vyžádá  od  uživatele  přístupové  heslo  a  vytvoří  adresář  s  názvem 
„cmpto_test_tools“,  kam nahraje  kopii  dat  ze serveru.  Přejde-li  uživatel  do adresáře 
uvidí v něm všechny výše popsané soubory. S těmi si již může dělat, co je potřebuje. 
Nahrání změn do repositáře
Změnu může nahrávat jen uživatel,  který má přidělena práva pro zapisování.  Pokud 
takový uživatel  zjistí  nějakou chybu nebo testovací  nástroj  vylepší,  je  důležité,  aby 
aktualizoval také repositář na serveru. K tomu jsou obvykle potřeba čtyři kroky. Nejprve 
je vhodné si příkazem „git status“ zkontrolovat, zda byly v lokálním repositáři učiněny 
vůbec nějaké změny. Výstupem z příkazu je buď informace, že nebylo nic změněno, 
nebo  vypíše,  jaké  soubory  byly  změněny.  Tyto  soubory  potom příkazem „git  add“ 
označíme jako připravené pro nahrání. V tuto chvíli pokud uživatel opět učiní daných 
souborech změnu,  musí  opět  použít  „git  add“,  protože  program nahraje  soubory na 
server v podobě v jaké byly po označení. Když jsou soubory takto připraveny je použit 
příkaz „git commit“. Následně se otevře textový editor, kam je třeba popsat učiněné 
změny. Jakmile je editor uzavřen Git vytvoří revizi s unikátním hash kódem a revizní 
správou. Potom stačí zadat příkaz „git push“ a celá revize se odešle na server, odkud si  
ji mohou stáhnout ostatní uživatelé.
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4.2.6 Zhodnocení praktické části
V rámci  kapitoly  „Vlastní  návrhy  řešení“  vznikl  funkční  testovací  nástroj  schopný 
automaticky  otestovat  a  zaznamenat  rychlost  kódování  a  dekódování  JPEG 2000 
kodeku  firmy Comprimato.  Z  důvodu  stále  dostupnosti  a  usnadnění  dalšího  vývoje 
testovacího nástroje, byl použit systém správy verzí Git, což zajišťuje přístup k nástroji 
prakticky odkudkoliv. Zároveň byl stanoven postup, jakým se bude v budoucnu ve firmě 
Comprimato, testovat jejich kodek.
Díky  nástroje  Cygwin,  který  přináší  možnost  spouštět  Bash  skripty  v  prostředí 
Windows, se také podařilo zajistit multiplatformnost testovacího nástroje. V tuto chvíli 
je možné nástroj použít na všech operačních systémech, pro které je kodek napsán, tj. 
Linux, Windows a MacOS.
Hodnotu  do  firmy  přináší  také  nově  vytvořené  sady  obrázků,  na  kterých  se  může 
testovat. Nyní lze získat přehled o rychlostech kodeku nejen na studiových fotografiích, 
ale lze testovat na obrázcích z animovaného filmu a akčního filmu, kde jsou i velké 
akční scény, které jsou těžké pro výpočet.
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5 EKONOMICKÉ ZHODNOCENÍ
Před začátkem práce  na  testovacím nástroji,  nebyly  rozhodujícím kritériem náklady 
vynaložené  na  zpracování  a  celkovou  implementaci  do  chodu  firmy.  Důležité  bylo 
především uvolnění  rukou pracovníkům,  jež  se  testováním zabývali  bez  testovacího 
nástroje. Číselné hodnocení lze vyjádřit v odpracovaných hodinách. Lze také odhadnout 
porovnat  vynaložený čas na testování  před a po nasazení testovacího nástroje a tím 
stanovit, kolik času nástroj šetří. 
Počty odpracovaných hodin:
• Seznámení se s testovací aplikací: 40 hodin.
• Analýza výpočetní techniky: 16 hodin.
• Návrh postupu testování: 24 hodin.
• Tvorba nových testovacích sad: 32 hodin.
• Programování: 48 hodin.
• Dodatečné ladění: 35 hodin.
• Představení nástroje pracovníkům: 4 hodiny.
Celkový  počet  odpracovaných  hodin  je  199.  Pokud  stanovíme  pracovní  dobu  na 
standardních 8 hodin denně, můžeme říct, že nástroj byl implementován během měsíce 
a jednoho týdne. 
Před  zavedením  testovacího  nástroje  trvalo  kompletní  testování  nové  verze  kodeku 
dvěma lidem přibližně celý pracovní týden, což je přibližně 80 hodin práce. Nyní, když 
už  je  nástroj  implementován  a  odzkoušen,  se  testování  může  věnovat  již  jen  jeden 
člověk,  který je  schopen novou verzi  kodeku otestovat  za dva pracovní  dny včetně 
analýzy naměřených výsledků a identifikace anomálií. To odpovídá 16 hodinám práce. 
Celková časová úspora je tedy 64 hodin při testování jedné verze. Nová verze kodeku 
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vychází přibližně jednou za dva měsíce. Roční časová úspora, tak může činit až 384 
hodin, a tedy přibližně 48 člověkodní. 
Automatizace  testování  však  především  výrazně  eliminuje  nepřesnosti  v  měření  a 
testování,  což  snižuje  procento  neodhalených  chyb.  To je  hlavní  důvod,  proč  firma 
potřebovala automatické testování.
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ZÁVĚR
Hlavním  cílem  práce  bylo  vytvořit  nástroj,  který  dokáže  automaticky  testovat 
softwarové  kompresní  algoritmy  společnosti  Comprimato.  Řada  těchto  algoritmů 
využívá výpočetní výkon grafických karet (GPU), což firmě na jedné straně umožňuje 
dodávat velice rychlé komprese, na straně druhé však zesložiťuje testování z důvodu 
široké škály podporovaných GPU. Výsledný testovací nástroj se skládá ze čtyř skriptů a 
konfiguračního souboru, kde si tester nastaví scénář testování podle aktuální potřeby. 
Výhodou nástroje je, že možné jej použít na operačních systémech Linux, Windows i 
MacOS, kde je kodek testován. 
V rámci práce vznikly dvě nové testovací sady obrázků, které zpřesňují výkonnostní 
testování a umožňují ověřit korektnost kompresí na širším spektru vzorků. Jde o záběry 
z animovaného a akčního filmu. Takové v testovacích sadách doposud chyběli. Nové 
obrázky  jsem  připravil  v  konfiguracích,  na  kterých  jsem  se  dohodl  s  vývojovým 
oddělením firmy. Konkrétně tedy v 4K rozlišení,  ve vzorkovacích schématech 4:4:4 
a 4:2:2 a v barevných hloubkách 8, 10 a 12 bitů.
Před  začátkem  vývoje  testovacího  nástroje  bylo  potřeba  provést  analýzu  současné 
situace. V této části jsem navrhl nejvhodnější rozmístění grafických karet do počítačů, 
což vedlo k zefektivnění testování a tím i ke zkrácení celkové doby testování. Zároveň 
jsem  poukázal  na  některé  problémy,  jež  mohou  testování  znesnadňovat  a  připravil 
doporučení pro budoucí nákup testovacího hardware.
Součástí práce je také zhodnocení ekonomických dopadů, kde je uvedeno kolik hodin 
práce může nástroj ušetřit při kompletním testování kodeku.
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