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Resumen
En este proyecto se ha desarrollado una aplicacio´n web que trabaja con
un sistema de control de versiones. Este tipo de sistemas son empleados por
los desarrolladores para facilitar el trabajo en grupo y para mantener un
control de los cambios que se producen en un proyecto durante el tiempo de
desarrollo del mismo.
Este proyecto posibilita a los usuarios el poder interactuar con un sistema
de este tipo sin la necesidad de tener que disponer del software instalado en
sus equipos.
Para trabajar con la aplicacio´n los usuarios u´nicamente tienen que subir
ficheros comprimidos que incluyan todos los archivos con los cambios que se
han producido en el proyecto y seleccionar los que quieran almacenar en cada
instante.
En cualquier momento podra´n consultar el historial con los cambios que
se han ido realizando en cada una de las versiones, y descargar el proyecto
en el estado en el que se encontraba en un momento determinado.
La aplicacio´n intenta facilitar el trabajo en grupo y la comunicacio´n entre
los miembros del mismo. Para ello se pueden crear grupos de desarrolladores
que pueden trabajar sobre un mismo proyecto. Para ayudar en la comunica-
cio´n la aplicacio´n permite intercambiar mensajes y publicar comentarios en
espacios comunes a todos los desarrolladores.
La motivacio´n y el objetivo principal de este proyecto es desarrollar una
aplicacio´n web que permita a los usuarios trabajar con un sistema de control
de versiones y alojar repositorios en un servidor sin la necesidad de tener
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1.1. Motivacio´n del proyecto
A diario se desarrollan muchas aplicaciones, lo que supone modificacio´n,
creacio´n y eliminacio´n de documentos continuamente. De aqu´ı surge la nece-
sidad de gestionar de alguna marera todos los cambios que se van realizando
en un proyecto. En un mismo proyecto suelen trabajar en paralelo varios
desarrolladores, por lo que tener un lugar en la red donde alojar los pro-
yectos, y al que todos los desarrolladores tengan acceso facilita la tarea de
desarrollo.
Actualmente existen aplicaciones que ya cubren estas necesidades, pero
cuyo uso no es trivial ya que es necesario estar familiarizado con ellas y con
los sistema de control de versiones para poder usarlas. Es necesario conocer
comandos propios del sistema de control de versiones para realizar ciertas
acciones. Adema´s de los conocimientos necesarios para utilizar estas apli-
caciones tambie´n existe la obligacio´n de tener instalado un software, en la
ma´quina del cliente, para interactuar con la aplicacio´n. Estos dos puntos son
la principal motivacio´n para la realizacio´n de este proyecto.
En primer lugar, lo que se quiere salvar es la barrera del conocimiento, es
decir, no obligar al usuario a conocer los comandos necesarios para interac-
tuar con una aplicacio´n de control de versiones. Lo que se plantea es ofrecer
una interfaz amigable mediante la que cualquier usuario pueda mantener un
control de las versiones de sus proyectos con realizar acciones sencillas como
son subir un fichero a un servidor y rellenar campos de texto en formularios
1
con la informacio´n que la aplicacio´n les solicite. Tambie´n se quiere facilitar el
alojamiento y la publicacio´n de estos proyectos en un servidor centralizado
para que un grupo pueda trabajar paralelamente sobre ellos.
En segundo lugar, lo que se quiere conseguir es que no sea necesario
instalar un software adicional en el cliente para poder interactuar con la
aplicacio´n y con el sistema de control de versiones, sino que sea el servidor
el que se encargue de todas las tareas. Gracias a e´sto se pueden gestionar las
versiones de un proyecto sin necesidad de instalar ningu´n tipo de software,
ya que todo lo hace el servidor, por lo que cualquier persona, desde cualquier
ordenador podr´ıa tener acceso a sus proyectos y realizar cambios sobre ellos
u´nicamente con tener conexio´n a la red.
1.2. Objetivos
La finalidad de este proyecto es desarrollar una aplicacio´n Web que inter-
actu´e con un sistema de control de versiones para facilitar la creacio´n, gestio´n
y distribucio´n de proyectos.
Concretamente, al te´rmino de este proyecto la aplicacio´n debe presentar
la siguiente funcionalidad:
Creacio´n de nuevos repositorios en el servidor.
Almacenamiento de nuevas versiones en los proyectos alojados.
Mostrar los ficheros, y los cambios realizados sobre ellos, en cada una
de las versiones almacenadas.
Descargar todos los ficheros existentes en cualquiera de las versiones de
un proyecto.
Controlar el acceso a los proyectos para permitir a determinados grupos
de desarrolladores trabajar sobre un mismo repositorio.
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1.3. Plan de trabajo
Para desarrollar el proyecto se ha fijado el siguiente plan de trabajo:
Consultar la documentacio´n de los sistemas de control de versiones para
entender como trabajar con ellos y la funcionalidad que implementan.
Estudiar las diferentes alternativas que existen para desarrollar un pro-
yecto con estas caracter´ısticas.
Plantear el disen˜o y la arquitectura de la aplicacio´n.
Elaboracio´n de una interfaz Web.
Desarrollo de la aplicacio´n para que interactu´e con el sistema de control
de versiones.
Realizar pruebas sobre la aplicacio´n y solucionar los errores que apa-
rezcan.
1.4. Contenido de la memoria
La memoria del proyecto esta´ estructura en varios cap´ıtulos que tratan
diferentes aspectos relativos al disen˜o y la implementacio´n del proyecto.
En el siguiente cap´ıtulo se puede ver una visio´n del estado de la tecnolog´ıa
actualmente. Se describen brevemente las tecnolog´ıas con las que se podr´ıa
llevar a cabo el desarrollo de este proyecto, y tambie´n se mencionan otras
aplicaciones que presentan una funcionalidad similar a la de este proyecto.
Una vez presentadas las posibles tecnolog´ıas que se pueden utilizar, se
fijan los requisitos que debe tener la aplicacio´n. En este cap´ıtulo se presenta
un listado con toda la funcionalidad que se va a desarrollar en la aplicacio´n.
Fijados los requisitos, se realiza un esquema de la aplicacio´n, en el que
aparecen todos los elementos que intervienen, sin entrar en detalle de las
tecnolog´ıas que se utilizan para cada nodo del sistema. En este cap´ıtulo se
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habla de las diferentes interfaces y los elementos que intervienen en una
aplicacio´n cliente-servidor como es el caso de este proyecto.
Tras estos cap´ıtulos, comienzan a describirse los detalles de la aplicacio´n.
En el cap´ıtulo de disen˜o se presentan los diferentes mo´dulos en los que se
subdivide la aplicacio´n y que se van a integrar en e´sta para cumplir con los
requisitos fijados en cap´ıtulos anteriores.
El disen˜o del sistema ofrece una idea de como es la aplicacio´n y la fun-
cionalidad que ofrece, y en el siguiente cap´ıtulo, el de la implementacio´n, se
explica como se han desarrollado los diferentes mo´dulos. En este cap´ıtulo se
habla de las tecnolog´ıas que se han seleccionado para realizar las diferentes
tareas tanto en el servidor como en el cliente. Se mencionan los puntos ma´s
importantes de la aplicacio´n.
Tras las secciones en las que se habla de la implementacio´n de cada mo-
dulo, aparece otro cap´ıtulo que presenta un listado con las pruebas que ha
pasado la aplicacio´n. En este cap´ıtulo se presentan algunos errores que se
detectaron al pasar estas pruebas, y las medidas que se tomaron para solu-
cionarlas.
En el siguiente cap´ıtulo se explican las etapas por las que se han pasado
durante el desarrollo del proyecto, desde el planteamiento inicial hasta la
consecucio´n de los objetivos. Tras este cap´ıtulo, aparece otro que incluye las
conclusiones y los trabajos que se deber´ıan llevar a cabo en un futuro para
seguir mejorando el proyecto.
Finalmente aparecen unos anexos en los que se explican todos los pasos
que hay que seguir para instalar la aplicacio´n en un servidor. Tambie´n aparece
una gu´ıa de funcionamiento, en la que se describen las vistas de la aplicacio´n




En este cap´ıtulo se explican tres aspectos importantes para el desarrollo
del proyecto. Primero se presentan los lenguajes de programacio´n existentes
para desarrollar una aplicacio´n web, listando los ma´s utilizados. Luego se
presentan los diferentes sistemas de control de versiones existentes, mencio-
nando algunos de ellos. Finalmente, se habla de aplicaciones web que trabajan
actualmente con sistemas de este tipo.
2.1. Tecnolog´ıas para el desarrollo de aplica-
ciones para la Web.
2.1.1. Presentacio´n de la informacio´n: HTML y CSS.
Estas dos tecnolog´ıas son la base de las aplicaciones Web. Desde que se
publico´ HTML en el an˜o 1991 surgio´ la necesidad de crear un esta´ndar para
su evolucio´n. Por eso, en el an˜o 1994 se fundo´ el W3C (Consorcio World Wide
Web) [29]. Se trataba de un consorcio de empresas y universidades de todo
el mundo que se encargar´ıa del desarrollo y estandarizacio´n de HTML. Para
llevar a cabo esta tarea de estandarizacio´n exist´ıa un grupo de trabajo de
HTML. Desde el an˜o 1997 este grupo de trabajo se separo´ en tres secciones:
una para HTML, una para DOM y otra para CSS. Desde entonces se trabaja
simulta´neamente en la evolucio´n tanto de HTML como CSS.
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HTML (Lenguaje de Marcado de Hipertexto)
El lenguaje HTML surgio´ en el an˜o 1989, cuando Tim Berners-lee propuso
un nuevo sistema de hipertexto para el intercambio de informacio´n entre
investigadores del CERN (Organizacio´n Europea de Investigacio´n Nuclear).
En el an˜o 1991 se publico´ HTML para que todos los usuarios de Internet
tuviesen acceso a e´l. Se publico´ bajo el nombre de “HTML Tags”. Debido a
la acogida que tuvo, y a la necesidad de tener que evolucionarlo, el organismo
IETF(Internet Engineering Task Force) propuso la realizacio´n de un esta´ndar
para HTML. Tras dos propuestas sin e´xito consiguieron, en el an˜o 1995, que
el grupo de trabajo de HTML publicase el esta´ndar HTML2.0, convirtie´ndose
as´ı en el primer esta´ndar oficial de este lenguaje.
A partir del an˜o 1997 el W3C se convirtio´ en el organismo de estandari-
zacio´n, y se encargo´ de continuar con el desarrollo del esta´ndar HTML. La
primera recomendacio´n de este organismo fue denominada HTML3.2 y publi-
cada en Enero de 1997. Uno de los cambios ma´s importantes que incorporaba
era la estandarizacio´n de las tablas. El borrador de HTML4 aparece en Ju-
lio de 1997, pero no se oficializo´ hasta finales del mismo an˜o. Este esta´ndar
inclu´ıa mejoras para macros, hojas de estilos y permit´ıa la utilizacio´n de
scripts en pa´ginas Web. En Diciembre de 1999 aparece una nueva especifica-
cio´n HTML, la 4.01, que define HTML4.01 [38] como una versio´n del HTML
4. Esta nueva especificacio´n incluye las caracter´ısticas de versiones anterio-
res, resuelve problemas antiguos y an˜ade nuevas caracter´ısticas multimedia
y de lenguajes de scripts. En HTML4.01 se le da mayor importancia a la
accesibilidad y a la internacionalizacio´n de documentos.
Actualmente se esta´ trabajando en la especificacio´n de HTML5, que es
una versio´n que combina HTML4, XHTML 1 y DOM2. La u´ltima revisio´n
del borrador de HTML5 [40] es la del 13 de Enero de 2011. Este esta´ndar
esta´ formado por diferentes mo´dulos, algunos de ellos ya finalizados, por lo
que hay navegadores que pueden empezar a acoplar las nuevas funcionali-
dades. La fecha en la que se preve´ que esta especificacio´n este´ terminada
es el an˜o 2012, hasta esa fecha los navegadores trabajara´n con HTML4.01.
Los navegadores adema´s de cumplir con el esta´ndar HTML, pueden incluir
sus propias etiquetas que so´lo ellos pueden interpretar. Por eso a la hora de
desarrollar una aplicacio´n Web pueden aparecer problemas de compatibili-
dad, provocando que una aplicacio´n funcione en un navegador, pero en otro
no lo haga correctamente.
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CSS (Cascading Style Sheets)
La hojas de estilo se han utilizado desde el an˜o 1970. Se utilizaba con
el lenguaje SGML, que ya ve´ıa la necesidad de definir un mecanismo para
establecer estilos en documentos. Pero no fue hasta la aparicio´n de HTML
cuando se le dio´ realmente importancia a las hojas de estilo. Las diferencias
entre los navegadores generaban dificultades para presentar los contenidos.
Esto llevo´ a la W3C a proponer la creacio´n de un esta´ndar para las hojas de
estilo espec´ıfico para el lenguaje HTML. Se recibieron nueve propuestas, y de
entre todas ellas se escogieron las dos siguientes: CHSS (Cascading HTML
Style Sheets) y SSP (Stream-based Style Sheet Proposal).
Entre 1994 y 1995, Hakon Wium Lie y BertBos, creadores de cada una
de las propuestas, se unieron para combinar lo mejor de cada una de ellas y
definieron las bases de CSS (Cascading Style Sheets) [39]. El W3C aposto´ por
la estandarizacio´n de CSS y lo an˜adio´ al grupo de trabajo de HTML. La
primera recomendacio´n oficial publicada fue denominada “CSS de Nivel 1”,
en el an˜o 1996. Se trataba de un mecanismo encargado de separar el contenido
de la presentacio´n. El problema de entonces estaba en que los navegadores
no daban soporte completo a CSS1.
En el an˜o 1997, el W3C reestructuro´ el grupo de trabajo de HTML y e´sto
dio´ lugar al grupo de trabajo de CSS. La primera recomendacio´n publicada
por este grupo fue “CSS Nivel 2”, publicada en 1998.
Desde la aparicio´n de CSS los navegadores han tenido que trabajar para
dar soporte a las hojas de estilo. Hasta el an˜o 2000, con la aparicio´n de
“Internet Explorer 5”, no se hab´ıa conseguido que un navegador diese soporte
completo a CSS1. Actualmente la versio´n utilizada por los navegadores es
CSS2.1, que es una versio´n au´n en desarrollo. Paralelamente a CSS2.1 se
esta´ trabajando en la siguiente recomendacio´n, “CSS Nivel 3”, de la que
u´nicamente se han presentando borradores.
CSS se emplea para dar formato a los contenidos que se muestran por
pantalla. Para ello CSS utiliza un mecanismo basado en reglas. Cada regla
esta´ compuesta por:
Un selector: se utiliza para identificar a los elementos sobre los que se
aplicara´ el estilo que indica la regla.
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Conjunto de normas: cada norma esta´ compuesta por dos elementos,
propiedad y valor. El primero, como su nombre indica, es la propiedad
que se va a an˜adir a los elementos sobre los que aplica la regla. Y el
segundo indica el valor que tendra´ esa propiedad.
2.1.2. Lenguajes de programacio´n.
A la hora de desarrollar una aplicacio´n web hay que conocer los distintos
lenguajes de programacio´n que existen para tal fin. Los lenguajes de progra-
macio´n web se clasifican en cuatro grandes grupos. La primera clasificacio´n
se hace entre dos de esos grupos, “lenguajes esta´ticos” y “lenguajes dina´mi-
cos”. En los or´ıgenes de Internet los lenguajes utilizados eran esta´ticos, pero
debido a las exigencias de las plataformas y de las aplicaciones han surgido
nuevos lenguajes, que combinados con los esta´ticos, han ido dando solucio´n
a las necesidades que se iban presentando. La principal diferencia entre es-
tos lenguajes esta´ relacionada con el tiempo de ejecucio´n y de compilacio´n
de los mismos. En los lenguajes esta´ticos se tiene que precompilar el co´di-
go antes de ejecutarlo. Por el contrario, los dina´micos son lenguajes de ma´s
alto nivel, que son interpretados en tiempo de ejecucio´n y no necesitan ser
compilados previamente. La segunda clasificacio´n diferencia entre otros dos
grupos, “lenguajes del lado del cliente” y “lenguajes del lado del servidor”.
Esta clasificacio´n hace referencia al lugar f´ısico donde se ejecuta la lo´gica de
la aplicacio´n. Puede ser que el servidor sea quien realice todas las funciones
que aparecen en el co´digo, e´sto ocurre en los lenguajes del lado del servidor;
o bien el navegador del usuario es el que tiene que ejecutar las instrucciones,
dando lugar a los lenguajes del lado del cliente.
Actualmente para desarrollar una aplicacio´n web, con una cierta funcio-
nalidad, es necesario combinar el lenguaje HTML con algu´n otro lenguaje de
programacio´n que permita presentar el contenido de forma dina´mica. Para
ello hay que conocer los distintos tipos de lenguajes existentes. A continua-
cio´n se presentan los diferentes lenguajes atendiendo al lugar f´ısico donde se
ejecuta el co´digo, en el servidor o en el cliente.
Primeramente esta´n los lenguajes ejecutados en el lado del servidor. E´stos
reciben las peticiones del navegador del cliente, las procesan y ejecutan to-
das las funciones requeridas por la lo´gica de la aplicacio´n. Tras procesar la
peticio´n se genera la repuesta, y e´sta es insertada en el co´digo HTML que
sera´ enviado posteriormente al cliente. Este modo de funcionamiento hace a
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estos co´digos ma´s seguros ya que el co´digo de la aplicacio´n se queda en el
servidor y no viaja hasta el cliente.
Como principales tecnolog´ıas de lado del servidor esta´n lenguajes como
Phyton, PHP, ASP, ASP.NET, Java(Servlets y JSP), Ruby, PERL, CGI y
SSI:
ASP (Active Server Pages) es una tecnolog´ıa del lado del servidor que
ha sido desarrollada por Microsoft, basada en el uso de scripts para
la realizacio´n de toda la funcionalidad requerida. Es un lenguaje que
no necesita ser compilado para ejecutarse. El lenguaje ma´s utilizado
para crear aplicaciones en ASP es VBScript, aunque tambie´n existen
otros lenguajes, como Perl y Jscript (Javascript de Microsoft), para
desarrollarlas. El co´digo ASP puede ser embebido en el co´digo HTML.
Como se trata de una tecnolog´ıa de Microsoft, para que funcione la
aplicacio´n es necesario tener instalados productos Microsoft como son
el “Internet Information Server”(IIS) y un servidor Windows.
ASP.NET [2] es una tecnolog´ıa del lado del servidor que se utiliza ha-
bitualmente en el desarrollo de aplicaciones web para la plataforma
Windows. Se trata de un framework comercializado por Microsoft, y
usado por los programadores, entre otras funciones, para desarrollar si-
tios web dina´micos. ASP .NET, es el sucesor de la tecnolog´ıa ASP. Fue
lanzada al mercado mediante una estrategia de mercado denominada
“.NET”. Para el desarrollo de ASP.NET se pueden utilizar lenguajes
como C#, VB.NET o J#. Para el funcionamiento de las aplicaciones
Web se necesita tener instalado el “Internet Information Server” jun-
to con “Microsoft Framework Net”. Este es el framework que contiene
las clases e interfaces que se utilizan para simplificar y optimizar el
desarrollo de las aplicaciones .NET.
Java(Servlets y JSP). JSP (Java Server Pages) [2] es una tecnolog´ıa
Java utilizada para la creacio´n de aplicaciones Web dina´micas. Esta
tecnolog´ıa fue desarrollada por SUN Microsystems para ser ejecutado
en el lado del servidor. El co´digo JSP puede ser embebido en el co´digo
HTML, o bien, se pueden utilizar los servlets de Java para ejecutar la
lo´gica de la aplicacio´n. JSP tiene todas las ventajas que ofrece Java,
como son la portabilidad de la plataforma y tambie´n que se trata de
un lenguaje que trabaja tanto la parte de la lo´gica del negocio como la
parte del acceso a datos del sistema.
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Python [19] es un lenguaje de programacio´n interpretado, su co´digo
no necesita ser compilado, del lado del servidor creado en el an˜o 1990
por Guido van Rossum. Es un co´digo comparado habitualmente con
Perl. Python puede trabajar en diversas plataformas como Windows,
Linux/Unix, Mac OS X, y ha sido portado a las ma´quinas virtuales de
Java y .NET. Es un lenguaje de co´digo abierto que permite la creacio´n
de todo tipo de programas, incluyendo los sitios web.
Ruby [13] es un lenguaje interpretado de muy alto nivel y orientado a
objetos desarrollado en el an˜o 1993 por el programador japone´s Yukihi-
ro “Matz” Matsumoto. Su sintaxis esta´ inspirada en Perl, Smalltalk,
Eiffel, Ada y Lisp. Es distribuido bajo licencia de software libre (GPL).
Ruby puede ser ejecutado en cualquier plataforma Unix, Linux, Mac
OS X y Windows. Se trata de un lenguaje dina´mico para una programa-
cio´n orientada a objetos ra´pida y sencilla. Para desarrollar aplicaciones
Web con esta tecnolog´ıa se utiliza el framework “Ruby on Rails” [35],
que es un framework tambie´n de co´digo abierto.
PERL (Practical Extraction and Report Language) [25] es un potente
lenguaje basado en C, AWK, sed y Lisp, entre otros. Se distribuye bajo
licencia de software libre, GPL. En sus inicios fue desarrollado para
manipular textos, dada su facilidad para trabajar con ellos y por la po-
tencia de sus expresiones regulares. En la actualidad se puede utilizar
para muchas ma´s tareas, destacando el desarrollo Web, la administra-
cio´n de sistemas y la programacio´n de redes. La primera versio´n de
PERL fue denominada, PERL5, y aparecio´ en el an˜o 1991. La u´ltima
versio´n estable es PERL 5.12.3. Paralelamente, desde 2002 se esta´ tra-
bajando en el desarrollo de una nueva versio´n que se conoce como
PERL6. La principal ventaja que presenta este lenguaje es que, al tra-
tarse de un lenguaje que lleva muchos an˜os en funcionamiento, existe
una gran cantidad de bibliotecas y mo´dulos que pueden ser usados por
los desarrolladores en sus aplicaciones. Esta tecnolog´ıa funciona en las
principales plataformas como Unix, Mac OS X y Windows.
CGI (Common Gateway Interface) [1] es el sistema ma´s antiguo que
existe para presentar contenidos dina´micos en las aplicaciones Web.
En las aplicaciones CGI, el servidor recibe las peticiones del cliente
y las env´ıa a una aplicacio´n externa. Esta genera la respuesta que se
env´ıa al cliente. Los CGI se escriben habitualmente en el lenguaje Perl,
aunque tambie´n se pueden emplear otros lenguajes como C, C++ o
Visual Basic. Actualmente se encuentra un poco desfasado por diversas
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razones entre las que destaca la dificultad con la que se desarrollan los
programas y la pesada carga que supone para el servidor que los ejecuta.
SSI (Server Side Includes) [18] es un antiguo lenguaje interpretado del
lado del servidor que permite una limitada funcionalidad en la genera-
cio´n de co´digo HTML. El uso principal de este lenguaje es el de incluir
ficheros en el contenido HTML.
PHP (PHP Hypertext Preprocessor/Personal Home Page) [2] es un len-
guaje interpretado del lado del servidor que permite generar dina´mi-
camente pa´ginas web. Debido a la importancia de este lenguaje en el
desarrollo del proyecto se trata con mayor detalle en la seccio´n 2.1.3.
Por otro lado esta´n los denominados lenguajes del lado del cliente. Estos
son lenguajes interpretados y ejecutados por los navegadores, no necesitan ser
pretratados para poder ser ejecutados por e´stos. Entre este tipo de tecnolog´ıas
destacan Javascript, los applets de Java, VBScript, FLASH y CSS:
Javascript es un lenguaje de programacio´n utilizado para crear pe-
quen˜os programas encargados de realizar acciones dentro del a´mbito
de una pa´gina web. Se usa mayoritariamente en programacio´n Web en
el lado del cliente, porque es el navegador el que soporta la carga de
procesamiento. Se emplea para generar efectos en las aplicaciones Web
y para interactuar con el usuario, mediante el control de eventos. En la
actualidad existen unas amplias bibliotecas de co´digo, como por ejem-
plo “jQuery” [11], que simplifican el uso de este lenguaje, pudie´ndose
generar muchos efectos con pocas l´ıneas de co´digo. Existen gran can-
tidad de plugins desarrollados con jQuery que fa´cilmente pueden ser
incluidos en las aplicaciones Web.
Los applets de Java [27] esta´n escritos en Java y son ejecutados en el
cliente en el a´mbito de la pa´gina web. Se ejecutan en un navegador web
utilizando la ma´quina virtual de JAVA (JVM). Los applets llegan al
cliente precompilados, es por ello que la manera de trabajar de e´stos
var´ıa un poco con respecto a los lenguajes de script como Javascript.
Son ma´s dif´ıciles de programar que los scripts en Javascript, y requieren
de unos conocimientos ba´sicos o medios del lenguaje Java. La principal
ventaja de utilizar applets es que son mucho menos dependientes del
navegador que los scripts en Javascript, adema´s de ser independientes
del sistema operativo de la ma´quina donde se ejecutan.
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VBScript [28] (Visual Basic Script) es un lenguaje de programacio´n de
scripts del lado del cliente, compatible con Internet Explorer y otros
sistemas Microsoft. Se trata de un lenguaje interpretado por el Windows
Scripting Host de Microsoft. So´lo puede utilizarse con navegadores de
Microsoft, funcionando de forma similar a JavaScript.
Flash no es un lenguaje de programacio´n, sino un programa de creacio´n
de efectos y disen˜os especiales en pa´ginas web. Lo que s´ı es un lenguaje
de programacio´n es “ActionScript”, que es el lenguaje de programacio´n
de Flash. Gracias a esta tecnolog´ıa se pueden crear aplicaciones Web
del lado del cliente. Para visualizar las “pel´ıculas” Flash el navegador
debe tener instalado un plugin que le permita visualizarlas.
CSS (Cascading Style Sheets) no se considera tampoco un lenguaje de
programacio´n, sino un lenguaje de hojas de estilo. Esta tecnolog´ıa se
presenta en mayor detalle en la seccio´n 2.1.1
2.1.3. PHP(PHP Hypertext Pre-processor)
Para desarrollar esta aplicacio´n se ha empleado el lenguaje PHP [24]. Este
lenguaje fue desarrollado por Rasmus LedFord en 1994 y fue denominado en
sus or´ıgenes “Personal Home Page Tools”. En la actualidad se le conoce
como “PHP Hypertext Pre-processor”, y es el “PHP Group” el encargado
de continuar con su evolucio´n. Se trata de un lenguaje interpretado del lado
del servidor. Al ser interpretado no se compila, sino que existe un inte´rprete
encargado de leer y ejecutar las instrucciones contenidas en el co´digo. El
uso ma´s extendido de PHP es el de la creacio´n de pa´ginas web dina´micas.
Este lenguaje esta´ publicado bajo licencia de software libre, pudiendo ser
desplegado en la mayor´ıa de los servidores web, y siendo compatible con
casi todos los sistemas operativos. Es en UNIX donde se obtiene la mayor
eficiencia, ya que inicialmente fue desarrollado para este tipo de entornos.
Desde su aparicio´n en 1994 han surgido cuatro ramas de desarrollo. El
antecesor de PHP fue un programa llamado PHP/FI. Este programa era un
conjunto de scripts escritos en C mediante los que se controlaba el acceso
de los usuarios a una aplicacio´n web. Rasmus Lerdorf fue desarrollando este
lenguaje an˜adie´ndole nuevas funcionalidades, hasta que finalmente, en No-
viembre de 1997, se libero´ la segunda versio´n conocida como PHP/FI 2.0.
Esto permitio´ que cualquier desarrollador pudiera contribuir en el desarro-
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llo del lenguaje. Fue as´ı como se empezo´ a evolucionar hacia las siguientes
versiones de PHP.
La primera de todas las versiones de PHP surge en el an˜o 1997. Fue
creada por dos desarrolladores israel´ıes, Zeev Suraski y Andi Gutmans, y
fue denominada PHP3. Estos dos desarrolladores oficializaron esta versio´n
del lenguaje, convirtie´ndose en sucesor del antiguo PHP/FI. Este hecho hizo
que se abandonase el desarrollo de PHP/FI. Fue a partir de esta versio´n
cuando PHP paso´ a ser conocido como “PHP Hypertext Pre-processor’. Tras
un tiempo de pruebas, esta rama fue liberada oficialmente en Junio de 1998.
Esta versio´n ya inclu´ıa gran cantidad de bibliotecas de co´digo, soporte para
base de datos y programacio´n orientada a objetos.
La segunda rama de desarrollo es PHP4. Esta versio´n surge por la necesi-
dad de conseguir mejoras en la ejecucio´n de las aplicaciones y en la modulari-
dad del co´digo base. Para todo ello se incorpora el uso del “motor Zend” [22].
Se trata de un inte´rprete de co´digo PHP, desarrollado por “Zend Tecnolo-
gies”, que acelera la interpretacio´n de los scripts. Este motor cambia la forma
de ejecutar los scripts, ahora primero se compila el co´digo y luego se ejecuta,
mientras que en la versio´n anterior, se interpretaba y se ejecutaba de forma
simulta´nea. Este cambio supuso que PHP fuese ma´s ra´pido y ma´s indepen-
diente del servidor en el que estuviese trabajando. Adema´s de las mejoras de
rendimiento, se inclu´ıan mejoras en el control de acceso de los usuarios, en las
sesiones HTTP y mejoras de compatibilidad con la mayor´ıa de los servidores
web. Esta versio´n fue liberada en Mayo de 2004, y continuo´ en desarrollo
hasta Julio de 2007.
La tercera rama fue publicada en Julio de 2004, y es conocida como PHP5.
Actualmente continu´a en desarrollo, aunque las nuevas actualizaciones suelen
ser u´nicamente mejoras de seguridad. Esta versio´n utiliza el motor “Zend
Engine 2.0”, que contiene nuevas opciones y un nuevo modelo de objetos. Con
esta nueva publicacio´n, PHP ofrece importantes mejoras en la Programacio´n
Orientada a Objetos, en la conexio´n con bases de datos, en el soporte para
XML y tambie´n incluye el manejo de excepciones. La u´ltima versio´n estable
es la versio´n PHP 5.3.5 [16], publicada el d´ıa 6 de Enero de 2011. Esta versio´n
presenta mejoras en temas de seguridad respecto a versiones anteriores.
Por u´ltimo, hay que mencionar la u´ltima rama que se conoce como PHP6.
Esta rama se encuentra actualmente en desarrollo y au´n no ha sido publicada.
Cuando se lance esta rama se abandonara´n por completo las ramas anteriores
a PHP5.
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Para la creacio´n de aplicaciones web los desarrolladores se apoyan en lo
que se conoce como framework [20]. Se trata de un software que facilita el
desarrollo de co´digo de manera limpia y ordenada. Para trabajar con PHP
existen diversos frameworks [3] que dan soporte para programacio´n orientada
a objetos y para la implementacio´n del MVC (modelo, vista y controlador).
Entre ellos destacan los siguientes: CodeIgniter [8], Akelos. [5], CakePHP [7],
Kohana [36], PHP on Trax [17], Symfony [30], Prado [33] y ZendFramework
[37].
Esta aplicacio´n web ha sido desarrollada utilizando el framework conoci-
do como “ZendFramework” [37]. Se trata de un framework de co´digo abierto
para el desarrollo de aplicaciones en PHP5. Surge en el an˜o 2005 creado
por la empresa “Zend Technologies”, interviniendo en su desarrollo dos de
los creadores de PHP. La u´ltima versio´n estable es la 1.11.3, publicada en
Enero de 2011. Este framework tiene como principios ba´sicos la programa-
cio´n orientada a objetos y la implementacio´n del MVC para el desarrollo de
aplicaciones. Gracias a que el co´digo se separa en cada uno de los tres niveles
del modelo, vista y controlador, se facilita el desarrollo de las aplicaciones,
ganando tiempo y claridad en la programacio´n.
ZendFramework dispone de una extensa biblioteca de mo´dulos y funciones
que se pueden combinar para obtener una gran funcionalidad. Entre todos
los mo´dulos los hay que facilitan tareas como la autenticacio´n de usuarios, el
control de sesiones, la creacio´n de aplicaciones multilenguaje y la gestio´n e
interaccio´n con las bases de datos. ZendFramework soporta gran cantidad de
sistemas de bases de datos entre los que se incluyen MySQL, Oracle, SQLite,
Microsoft SQL Server e IBM DB2.
La empresa creadora de ZendFramework tambie´n ha desarrollado otros
dos programas, ZendServer y ZendStudio, que se pueden utilizar conjunta-
mente con las aplicaciones desarrolladas con este framework para optimizar
su uso. ZendServer es un servidor que consigue mejorar el rendimiento de
aplicaciones desarrolladas con ZendFramework ; y ZendStudio es un entorno
de desarrollo que incluye las bibliotecas de PHP. Para desarrollar aplicaciones
web no es necesario disponer de ninguno de estos dos programas, u´nicamente
hay que tener instalado el framework.
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2.2. Sistemas de control de versiones.
Un sistema de control de versiones (VCS) es un software que se utiliza
para almacenar las diferentes versiones por las que pasa un proyecto duran-
te su desarrollo. En cada una de e´stas habra´ ficheros nuevos, modificados o
eliminados. Los sistemas de control de versiones se encargan de gestionar los
diferentes estados por los que pasa una aplicacio´n durante todo el per´ıodo
de desarrollo, guardando un historial con todos los cambios realizados en-
tre las versiones. Esto facilita el desarrollo de proyectos ya que se pueden ir
guardando versiones a medida que se van cumpliendo objetivos de la aplica-
cio´n, y posteriormente poder recuperar cualquiera de ellas si fuera necesario.
Tambie´n, gracias a e´sto se consigue que varias personas puedan trabajar para-
lelamente sobre un mismo proyecto, y puedan publicar cada uno los cambios
que han realizado para que el resto de desarrolladores tengan acceso a la
u´ltima versio´n disponible.
A continuacio´n se citan las principales funciones que ofrece un sistema de
control de versiones:
Almacenar en un historial los cambios realizados sobre un proyecto.
Gestionar todas las versiones de un proyecto.
Crear y eliminar versiones.
Mostrar las diferencias entre versiones.
Recuperar versiones antiguas deshaciendo todos los cambios realizados
desde la versio´n anterior hasta la actual.
Crear ramas de trabajo sobre un proyecto en desarrollo para trabajar
en paralelo.
Trabajar con este tipo de software tambie´n facilita la distribucio´n de conteni-
dos, ya que se pueden compartir los proyectos entre varios desarrolladores, y
e´stos podr´ıan trabajar paralelamente sobre un mismo proyecto, manteniendo
una copia con todos los cambio en un servidor o en una ma´quina local.
Los sistemas de control de versiones se clasifican en “sistemas centra-
lizados” y “sistemas distribuidos”. La principal diferencia entre ellos es la
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forma en la que se comparten los proyectos. En los centralizados, el histo-
rial de cambios del proyecto se mantiene en un u´nico repositorio de co´digo.
Por el contrario, en los distribuidos se puede hacer una copia local de todo
el proyecto, incluyendo el historial de cambios. Con e´sto se consigue que se
puedan intercambiar distintas versiones de un mismo proyecto entre varios
repositorios, sin necesidad de que haya un servidor central.
2.2.1. Sistemas centralizados.
En los sistemas de control de versiones centralizados (CVCS), el proyecto
y todos sus cambios se almacenan en un servidor central que aloja el reposi-
torio del proyecto, por lo que toda la informacio´n con el historial de cambios
estara´ u´nicamente en este servidor. Este tipo de sistemas se utiliza cuando
mu´ltiples personas colaboran sobre un mismo proyecto. Cuando un desarro-
llador quiere hacer alguna modificacio´n debe conectarse a ese servidor, des-
cargarse una copia a su equipo, y sobre e´sta realizar los cambios pertinentes.
Tras realizar todas las modificaciones sobre la copia local se env´ıa de nuevo
al repositorio original, situado en el servidor central. El CVCS guardara´ la
nueva versio´n en el historial de cambios, y as´ı el resto de desarrolladores
tendra´n acceso a la u´ltima versio´n.
Todos los desarrolladores trabajan sobre una rama o ramas pero en un
mismo servidor central. El sincronismo de las fuentes se hace siempre desde
el servidor central, y es en e´ste donde se encuentra la versio´n ma´s reciente
del proyecto. Para poder trabajar con este tipo de VCS es necesario tener
conexio´n de red, ya que cuando se realicen cambios hay que actualizar el
servidor central para que los dema´s puedan trabajar sobre el proyecto. Este es
el mecanismo que emplean los sistemas de control de versiones centralizados
como SCV y Subversion [32]. El principal inconveniente que pueden presentar
este tipo de sistemas es que se depende de un servidor. Cualquier ca´ıda de
e´ste supondr´ıa un retraso en el proyecto. Otro inconveniente es que existe
un u´nico repositorio del proyecto. La figura 2.1 ilustra el esquema de trabajo
de un sistema de control de versiones centralizado, en el que cada usuario










Figura 2.1: Sistema de control de versiones centralizado.
2.2.2. Sistemas distribuidos.
Por otro lado esta´n los sistemas de control de versiones distribuidos
(DVCS). Normalmente, estos VCS tambie´n parten de un repositorio prin-
cipal al que todos los desarrolladores tienen acceso. En cambio, en este tipo
de sistemas se permite que cada desarrollador pueda trabajar en una rama
independiente y de manera local.
Para trabajar con ellos lo primero que se hace es clonar en la ma´quina
local el repositorio del proyecto. Esto da lugar a un repositorio completo, que
incluye todos los ficheros del proyecto, el historial de cambios, etc. Gracias
a e´sto, cada desarrollador puede trabajar paralela e independientemente, e
ir guardando sus propias versiones en un repositorio local. Cuando lo crea
conveniente podra´ sincronizar su repositorio local con el repositorio remoto
alojado en el servidor. Para ello se enviara´n al servidor tanto los ficheros, co-
mo el historial de los cambios realizados en el repositorio local. Este tipo de
VCS tambie´n permite separar las tareas de desarrollo de un proyecto en dife-
rentes ramas de trabajo. Cada rama estara´ orientada a desarrollar diferentes
aspectos de la aplicacio´n. Finalmente, el VCS se encargara´ de combinar las
diferentes ramas, de manera que quede una u´nica copia con todas los cambios
realizados en las ramas de trabajo.
Con este tipo de VCS ya no es necesario tener acceso a la red para poder
trabajar sobre un proyecto. Ahora se puede trabajar sobre un repositorio
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local, ya que se tiene acceso tanto a los ficheros como al historial del pro-
yecto. Esto permite que se puedan crear nuevas versiones en la copia local.
Los desarrolladores pueden sincronizar la copia local con la remota en cual-
quier instante, enviando sus cambios al repositorio remoto, o descargando los
cambios que se hayan an˜adido en el servidor.
A la hora de distribuir un proyecto los DVCS permiten que los desarro-
lladores compartan sus proyectos sin tener que pasar antes por un servidor
central, pudiendo compartir los repositorios locales directamente entre ellos.
Entre los DVCS destacan sistemas como GIT, Mercurial, Darcs, Monotone y
Bazaar. En la figura 2.2 se observa el intercambio de versiones entre los desa-
rrolladores y entre el repositorio central, los desarrolladores realizan cambios
en sus repositorios locales y luego env´ıan estos cambios a otros desarrollado-



















Figura 2.2: Sistema de control de versiones distribuido.
2.3. El sistema de control de versiones Git.
El sistema de control de versiones que se utiliza en el desarrollo de este
proyecto es Git [23]. En las siguientes secciones se detallan los aspectos ma´s
relevantes de su historia, de su modo de trabajo y de la estructura de los
proyectos creados a partir de e´l.
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2.3.1. Historia
Git es sistema de control de versiones desarrollado por Linux Torvalds,
creador de Linux, en en el an˜o 2005. Entre los objetivos que ten´ıa estaban
el disen˜o sencillo, la velocidad, la posibilidad de trabajar con muchas ramas
paralelamente, que fuese distribuido y que pudiese trabajar con proyectos
grandes, como era el proyecto del nu´cleo de Linux, de manera eficiente. Este
sistema de control de versiones puede trabajar en plataformas Windows, Mac
OSX y Unix. La u´ltima versio´n estable es la v1.7.4.1, publicada en Febrero
de 2011.
Gracias a la forma de trabajar de Git, la mayor´ıa de las operaciones se
realizan de manera local, sin necesidad de intervencio´n de otros equipos de la
red. Esto se puede hacer gracias a que se mantiene un copia del repositorio,
ficheros e historial de cambios, en la ma´quina local. Esta forma de trabajar
presenta una ventaja frente a otros sistemas de control de versiones, ya que no
es necesario tener conexio´n a la red para poder seguir trabajando y guardando
los cambios. Se trabaja sobre la copia local y cuando se precise se sincroniza
con la copia remota.
2.3.2. Estructura de los repositorios.
Los repositorios creados con este VCS tienen una estructura definida por
el propio sistema en la que se distinguen tres secciones de trabajo:
1. El directorio de Git, que es donde se guardan los objetos que mantienen
el historial con los cambios que se han ido produciendo en el proyecto.
2. El directorio de trabajo, que contiene los ficheros de la versio´n actual
del proyecto sobre los que se realizan los cambios.
3. El a´rea de preparacio´n o ı´ndice, que se trata de un fichero que inclu-
ye la informacio´n de los cambios que se van a enviar en la pro´xima
confirmacio´n.
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2.3.3. Flujo de trabajo.
El primer paso para comenzar a trabajar con Git es crear un repositorio.
Esto se puede hacer a partir de un directorio local o de un repositorio ya
existente. Si se crea partiendo de un directorio local, Git lo que hace es an˜adir
“el directorio de Git”, con toda la informacio´n del versionado, al directorio
de trabajo local. En la segunda opcio´n, crearlo a partir de un repositorio
existente, lo que hace Git es clonar el repositorio original, ya sea remoto o
local, generando un nuevo repositorio local. Este repositorio local contiene
toda la informacio´n del historial de cambios y los ficheros del directorio de
trabajo. Los repositorios clonados son independientes del repositorio original,
los cambios que se realicen sobre e´stos no afectara´n al original. Una vez creado
el repositorio ya se puede empezar a trabajar con Git, creando y almacenando
nuevas versiones del proyecto.
Una versio´n se puede definir como una “instanta´nea” del proyecto en un
determinado momento. A la accio´n de crear y almacenar una nueva versio´n se
le conoce con el nombre de commit. Para realizar un commit hay que seguir
los siguientes pasos:
1. Consultar el estado del repositorio. Con e´sto se obtiene un listado con
todos los ficheros que han sido cambiados. Los archivos pueden encon-
trarse en estado modificado, renombrado, eliminado o an˜adido.
2. Seleccionar los cambios que se almacenara´n en la nueva versio´n. Para
realizar esta accio´n existen comandos que an˜aden o eliminan ficheros
al a´rea de preparacio´n, que es donde se encuentran todos los cambios
que se van a confirmar en el commit.
3. Escribir un mensaje corto y descriptivo de los cambios que se han rea-
lizado. A la hora de elaborar este mensaje es conveniente seguir un
formato establecido, que consta de una l´ınea con el t´ıtulo de la versio´n,
seguido de una l´ınea en blanco y a continuacio´n unas l´ıneas que descri-
ban los cambios que se han incluido en la nueva versio´n. Este mensaje
puede servir al resto de desarrolladores para identificar las versiones,
aunque el identificador real de un commit es un hash SHA-1. Este hash
se genera mediante comprobaciones en los datos de cada commit. Es
una cadena de 40 caracteres de longitud que adema´s de emplearse para
identificar el commit sirve para verificar que la informacio´n es correcta
y no hay datos corruptos tras hacer el commit.
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Tras todos estos pasos se almacena una nueva copia permanente en el historial
del proyecto con los cambios incluidos en el a´rea de preparacio´n. Cuando se
confirman los nuevos cambios, Git almacena una nueva copia de todos los
ficheros modificados, y de los que no han sido modificados u´nicamente guarda
un enlace al fichero anterior que ya estaba almacenado en el repositorio del
proyecto. En la figura 2.3 se puede ver el flujo de trabajo de Git a la hora de
realizar un nuevo commit.




Se añaden todos 
los cambios que 
se van a incluir en 
el nuevo commit.
Cambios guardados en 
el estado.
Título y mensaje descriptivo de la 
nueva versión.
 git commit
Git crea los objetos necesarios 
para almacenar la nueva versión.
Confirmación de todos los cambios 
seleccionados.
Figura 2.3: Flujo de trabajo de Git, creacio´n de una versio´n.
2.3.4. Trabajando con ramas.
Una de las caracter´ısticas ma´s importantes de Git es la posibilidad de
trabajar con ramas. Una rama es un punto de trabajo paralelo sobre un
mismo proyecto. Gracias a la creacio´n de una rama se puede trabajar de
manera paralela e independiente sobre un mismo proyecto ya que los cambios
que se realicen sobre la nueva rama no afectan al resto del proyecto. Git crea
por defecto una rama maestra cuando se inicia un nuevo repositorio. Esta
rama suele usarse como si de un nodo central se tratase, siendo el punto de
sincronismo con el resto de ramas. Cuando se crea una nueva rama, en e´sta
se copia todo el historial del proyecto, por lo que desde esa rama se puede
seguir trabajando de forma independiente, creando nuevas versiones. Cada
vez que se realiza un commit en una rama, so´lo e´sta se ve afectada.
La idea de trabajar con ramas es la de separar las diferentes tareas que se
desarrollan sobre un proyecto para poder realizarlas simulta´neamente. Pero
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el separar un proyecto en ramas lo que implica es que en un futuro todas estas
ramas de desarrollo debera´n converger en un punto final. Esta es la idea con
la que trabaja Git, y para ello facilita la posibilidad de combinar ramas. Una
vez hechos los cambios sobre una rama se pueden volcar e´stos a la rama de
origen, o a la rama que se quiera. E´sto se realiza mediante una accio´n que
se conoce como merge. Esta accio´n lo que hace es combinar los historiales y
ficheros de las dos ramas implicadas. Git detecta todos los cambios que hay
en las dos ramas y es capaz de combinarlos, dejando una u´nica versio´n con los
cambios que se han realizado sobre ambas. Al combinarlas se cambian todos
los ficheros, en la rama destino, que este´n modificados en la rama origen,
generando una nueva versio´n a partir de ambas ramas.
En la figura 2.4 se puede ver gra´ficamente como funciona el trabajo con
ramas. En ella se ven dos ramas que se “separan” de la rama master en un
instante determinado, y sobre las que se hacen una serie de commit para








Figura 2.4: Trabajando con ramas en Git
2.4. Trabajos relacionados.
Actualmente ya existen aplicaciones Web que ofrecen un lugar en la red
para alojar proyectos. En ellas se crean repositorios remotos que sera´n acce-
sibles por desarrolladores de todo el mundo. Para acceder a los repositorios,
u´nicamente es necesario tener un sistema de control de versiones instalado
en una ma´quina local. Los repositorios remotos se publican bajo una url, que
sera´ a la que se conectara´n los sistemas de control de versiones para realizar
las acciones requeridas.
Desde cualquier navegador Web se puede acceder a estas aplicaciones para
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realizar cualquiera de las siguientes acciones:
Ver un listado de los proyectos alojados en el servidor.
Consultar el historial con las datos de los diferentes commits que se
han realizado en un repositorio.
Ver el a´rbol de ficheros y directorios de una versio´n determinada.
Ver las diferencias de un fichero respecto a alguna versio´n anterior.
Existen diversas aplicaciones de este tipo que permiten trabajar con siste-
mas de control de versiones [21]. Las ma´s extendidas son las que trabajan con
“Git” y con “Subversion”. Entre las aplicaciones que utilizan “Subversion”
destacan, por el nu´mero de proyectos que alojan y los usuarios registrados,
“Google Code” y “CodePlex”. En cuanto a las aplicaciones que se basan en el
uso de Git destaca por encima de todas “GitHub”, aunque existen otras como
“Gitorious”, “BerliOS”, y “GNU Savannah”. Tambie´n existe alguna aplica-
cio´n, como “SourceForge”, que es capaz de trabajar con varios sistemas de
control de versiones. Para interactuar con estas aplicaciones es necesario te-
ner instalado un programa de control de versiones en una ma´quina local, y
sera´ desde e´sta, por medio de ssh u otro protocolo, como se sincronicen los
repositorios locales con los remotos.
Todas las aplicaciones comparten la funcionalidad indicada arriba, algu-
nas adema´s incluyen soporte para el registro y la gestio´n de usuarios. Con
e´sto se consigue que se puedan crear repositorios pu´blicos o privados, para
limitar el acceso de los desarrolladores a los proyectos. En funcio´n de si el
repositorio creado es pu´blico o privado, la aplicacio´n sera´ gratuita o no.
De entre todas las aplicaciones que trabajan con Git, la ma´s completa se
llama “GitHub”. Su funcionalidad incluye ma´s tareas que el resto de apli-
caciones Web de alojamiento de repositorios. GitHub se puede definir como
una red social para desarrolladores. En 2009 esta Web contaba con 47.000 [9]
repositorios pu´blicos, y a d´ıa de hoy, cuenta con 478.000 usuarios alojando
un total de 1.448.000 repositorios. Se trata de un servidor dedicado al alo-
jamiento y distribucio´n de proyectos. Los proyectos que aloja pueden tener
tanto acceso libre como acceso privado. Si el acceso es libre, la aplicacio´n es
gratuita, por contra, si se quiere un acceso privado, es necesario pagar para
recibir este servicio.
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Entre las principales tareas que se pueden realizar con esta aplicacio´n web
destacan:
Alojar repositorios, tanto pu´blicos como privados, para que sea accesi-
bles desde cualquier lugar de la red.
Gestionar los cambios que se producen sobre los repositorios, permi-
tiendo que se puedan subir cambios. A la hora de enviar cambios se
puede permitir que se suban directamente o que exista una cola donde
se almacenara´n los cambios que deben ser confirmados por el adminis-
trador del proyecto para que tengan efecto.
Presentar el contenido de un proyecto de forma gra´fica. Mostrando
las diferentes versiones, las diferentes ramas y toda la informacio´n re-
lacionada con el proyecto. Cuenta con una herramienta gra´fica ma´s
elaborada.
Permite seguir el trabajo de otros desarrolladores, consultando los tra-
bajos en los que esta´n implicados, viendo cua´les han sido los u´ltimos
cambios que han hecho, enviar mensaje a otros desarrolladores, etc.
Empaquetar y descargar el contenido de un proyecto en un u´nico fiche-
ro.
Se pueden incluir comentarios en el co´digo de los proyectos y colaborar
en los wikis, aportando nuevas ideas y comentarios sobre los proyectos.
Para empezar a trabajar con GitHub hay que tener instalado Git en una
ma´quina local. Lo primero que hay que hacer es crear una clave pu´blica
para poder conectarse mediante SSH desde la ma´quina local al servidor de
GitHub. Una vez creada la clave pu´blica, se copia e´sta en el perfil del usuario
a trave´s de la aplicacio´n Web. El siguiente paso que hay que hacer es crear
el repositorio remoto, e´sto se puede hacer desde l´ınea de comandos en una
ma´quina local, o por la interfaz Web de la aplicacio´n. Una vez creado el
repositorio ya se puede subir el contenido al mismo. Para subir los cambios
al servidor u´nicamente se necesita conocer la url donde esta´ publicado el
repositorio remoto. Los cambios se env´ıan al servidor mediante comandos de
Git ejecutados por l´ınea de comandos en la ma´quina local.
Para trabajar con estas aplicaciones Web hay que cumplir con uno requi-
sitos comunes a todas ellas. El primero es la necesidad de tener un sistema
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de control de versiones instalado en la ma´quina local, desde la que se conec-
ta con el servidor web, para poder interactuar con las aplicaciones. En este
proyecto, uno de los objetivos es eliminar este requisito, ya que es el servidor
el u´nico que debe tener instalado Git. Con e´sto se consigue que desde cual-
quier ma´quina, sin necesidad de instalar el software del sistema de control
de versiones, se puede trabajar con Git. U´nicamente con subir al servidor los
ficheros que se quieren guardar, mediante el uso de las interfaz gra´fica, se
pueden mantener las versiones de un proyecto.
Otro requisito que presentan estas aplicaciones es que hay que tener co-
nocimientos de los sistemas de control de versiones para poder trabajar con
ellas, ya que su uso no resulta trivial. En cambio, este proyecto tiene como
objetivo simplificar el trabajo con sistemas de este tipo, que el usuario no
necesite tener amplios conocimientos en estos sistemas para poder trabajar




La aplicacio´n tiene que dar soporte a toda la funcionalidad que ofrece
un sistema de control de versiones y an˜adir cierta funcionalidad adicional
necesaria en una aplicacio´n web. Por tanto, la aplicacio´n debe centrarse en
la consecucio´n de la siguiente funcionalidad:
Requisito 1: el sistema debe permitir el registro de usuarios y controlar
el acceso a la misma u´nicamente de usuarios registrados.
Requisito 2: el sistema debe crear los repositorios donde se desarrollaran
los proyectos. Cada repositorio tendra´ asociada una lista de usuarios
con acceso al mismo.
Requisito 3: el sistema debe permitir trabajar con diferentes ramas
sobre un mismo repositorio. Para ello se deben poder crear ramas y
realizar merge entre ellas, es decir, poder combinar los cambios entre
diferentes ramas.
Requisito 4: el sistema debe permitir realizar nuevos commits en cual-
quiera de los repositorios alojados en el servidor, siempre que el usuario
tenga acceso al proyecto.
Requisito 5: el sistema debe mostrar el historial con todos los cambios y
las versiones de un proyecto, y permitir realizar tareas de recuperacio´n,
de comparacio´n y de eliminacio´n de versiones.
Requisito 6: el sistema debe permitir acceder al contenido de los ficheros
y directorios en cualquiera de las versiones, mostrando las diferencias
entre cada versio´n.
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Requisito 7: el sistema debe permitir descargar el contenido que tiene
un proyecto en una determinada versio´n, creando para ello un fichero
comprimido con todos los archivos y directorios de dicha versio´n.
Requisito 8: el sistema debe facilitar el intercambio de mensajes y de
comentarios entre los usuarios.
Requisito 9: el sistema debe ser multilenguaje, debe presentar el con-





La figura 4.1 muestra la arquitectura de la aplicacio´n. Sin entrar en de-
talles de como interactu´an unos elementos con otros se observan cuatro en-
tidades con la siguiente funcio´n:
1. Los usuarios: son los que solicitan y env´ıan la informacio´n necesaria
para que la aplicacio´n realice las tareas que deba en cada momento.
Interactu´an con el sistema realizando peticiones http desde sus navega-
dores al servidor.
2. El servidor Web: es el que recibe las peticiones http de los usuarios, las
procesa e interactu´a, tanto con la base de datos como con el sistema de
control de versiones, para generar y enviar la respuesta a los usuarios.
3. El sistema de control de versiones Git: es el software desplegado en el
servidor que se encarga de la creacio´n y del mantenimiento de todas
las versiones almacenadas en el historial de los repositorios alojados en
el servidor.
4. La base de datos: es donde se almacena la informacio´n adicional que
se necesita para el funcionamiento de la aplicacio´n Web. Interviene en
tareas como el control de acceso y el intercambio de mensajes entre










Figura 4.1: Arquitectura software de la aplicacio´n.
4.2. Interfaces
Como se observa en la figura 4.1 existe un nodo central, el servidor Web,
que se encarga de interconectar el resto de elementos de la arquitectura. Por
tanto, las interfaces existentes son las siguientes:
If.1: acceso Web de los clientes a la aplicacio´n.
If.2: conexio´n entre la aplicacio´n Web y el sistema de control de versio-
nes Git.
If.3: conexio´n con la base de datos.
4.2.1. If.1 : Acceso Web de los clientes.
Los usuarios podra´n acceder a la aplicacio´n Web desde cualquier navega-
dor Web mediante una IP pu´blica. La aplicacio´n cuenta con un mecanismos
de autenticacio´n, por lo que para acceder a la aplicacio´n el usuario debera´ es-
tar registrado y autenticado correctamente. Una vez que un usuario se valida,
accede a la vista inicial de la aplicacio´n y puede empezar a trabajar sobre
los proyectos.
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4.2.2. If.2 : servidor Web y sistema de control de ver-
siones.
Este es el nu´cleo de la aplicacio´n. El servidor Web es el u´nico que va
a interactuar con el sistema de control de versiones. La aplicacio´n Web es
la encargada de realizar las tareas de lectura y escritura que los usuarios
deseen para gestionar los repositorios. Para llevar a cabo todas estas tareas,
la aplicacio´n hace uso de los comandos y opciones propias del sistema de
control de versiones.
4.2.3. If.3: conexio´n con la base de datos.
La aplicacio´n Web se conecta a la base de datos para almacenar informa-
cio´n adicional necesaria para el funcionamiento de la aplicacio´n. Se almacenan
datos relativos a los usuarios, a los proyectos y a los mensajes intercambiados
entre los usuarios. Por tanto, la aplicacio´n Web cuenta con una conexio´n a la
base de datos, sobre la que se realizara´n las consultas necesarias para contro-






La aplicacio´n Web se puede dividir en varios mo´dulos atendiendo a su
funcionalidad. Una parte de la aplicacio´n es la encargada del entorno gra´fico
y la presentacio´n de los contenidos; otra se encarga de interactuar con el
sistema de control de versiones, y otra de la gestio´n del acceso de los usuarios.
A continuacio´n se presentan los diferentes mo´dulos en los que se puede
dividir la aplicacio´n.
5.1.1. Interaccio´n entre la aplicacio´n Web y el sistema
de control de versiones.
El eje de la aplicacio´n es el trabajo que lleva a cabo el sistema de control
de versiones Git. La aplicacio´n Web debe interactuar con Git para el mante-
nimiento de los repositorios. Sobre e´stos se pueden realizar tareas de lectura
y de escritura.
No todas las acciones que se realizan sobre los repositorios deben ser
ejecutadas directamente con llamadas a Git. Hay ciertas tareas de lectura
que se pueden realizar consultando los ficheros de control que Git genera, que
esta´n guardados en “el directorio de Git”. Esto es lo que hace una biblioteca
de co´digo escrita en PHP llamada “Glip” [4]. Esta biblioteca lee los archivos
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que Git genera para el mantenimiento del historial de los repositorios, y
obtiene de ellos informacio´n relativa a los commits realizados, a las ramas
creadas y a los ficheros y directorios contenidos en cada versio´n.
Como se ve en la figura 5.1, la aplicacio´n Web tiene dos caminos para
interactuar con Git. Con uno se realizan tareas de lectura y escritura, me-
diante llamadas por l´ınea de comandos directamente a Git; y con el otro se










Figura 5.1: Conexiones servidor Web - Repositorios GIT.
5.1.2. Control del acceso y gestio´n de usuarios.
La primera accio´n que se realiza en la aplicacio´n es la de controlar el
acceso de los usuarios. Para poder trabajar con la aplicacio´n es necesario
que los usuarios este´n registrados, y que se autentiquen correctamente cada
vez que accedan. Para llevar a cabo la tarea de autenticacio´n, la aplicacio´n
Web hace consultas a la base de datos, donde se almacenan los datos de las
cuentas de los usuarios. Si la autenticacio´n es correcta el usuario podra´ hacer
uso de toda la funcionalidad.
Este mo´dulo, adema´s de controlar el acceso de los usuarios, tambie´n per-
mite a e´stos editar su perfil, cambiando algunos de los datos personales que

















Figura 5.2: Control del acceso de usuarios.
5.1.3. Multilenguaje.
La aplicacio´n web cuenta con soporte para multilenguaje. El usuario pue-
de seleccionar en que lenguaje quiere se presenten los contenidos. Los posibles
lenguajes sera´n ingle´s o castellano. Para cambiar el lenguaje el usuario tiene
una opcio´n en el menu´ superior de la vista principal. Cuando se cambia el
lenguaje, la aplicacio´n actualiza el perfil del usuario, almacenando el lengua-
je escogido en la base de datos, para presentar todos los contenidos con ese
lenguaje desde el momento de la eleccio´n.
5.1.4. Comunicacio´n entre usuarios.
La aplicacio´n ofrece a los usuarios un mecanismo mediante el que pue-
den comunicarse unos con otros. Los usuarios podra´n enviarse y compartir
comentarios de dos formas distintas :
Mediante el env´ıo de mensajes privados directamente de unos usuarios
a otros. Un usuario puede consultar un listado con el nombre del resto
de usuarios registrados y enviarles un mensaje privado, que so´lo el
destinatario podra´ leer. La funcionalidad de este mecanismo se podr´ıa
comparar con un sistema de correo electro´nico.
Existen wikis para que los usuarios compartan pu´blicamente comenta-
rios sobre los distintos proyectos. Existira´ un wiki por cada proyecto,
y tambie´n uno para cada rama dentro de un proyecto. Los usuarios
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tendra´n acceso a estos wikis, para consultarlos o editarlos, siempre que
tengan acceso al proyecto.
5.2. Interaccio´n con los usuarios.
La aplicacio´n web cuenta con diversas vistas que se encargan de mostrar
el contenido de los repositorios y permitir a los usuarios interactuar con
ellos. Desde las vistas de la aplicacio´n se pueden realizar todas las tareas
relacionadas con la creacio´n y gestio´n de los repositorios Git, el env´ıo de
mensajes entre usuarios, el uso de wikis para compartir informacio´n sobre
proyectos con otros desarrolladores y la gestio´n del perfil de los usuarios.
5.2.1. Vista control de acceso.
En esta vista se presenta un formulario que los usuarios debera´n rellenar,
con su alias y contrasen˜a, para poder autenticarse y as´ı acceder a la aplica-
cio´n. Desde esta vista, los usuarios que no este´n registrados pueden crearse
una cuenta rellenando el formulario de ingreso.
5.2.2. Vista del menu´ principal.
Esta es la vista que se carga al inicio de la aplicacio´n, tras la autenticacio´n
de los usuarios. En ella aparece una tabla con los proyectos alojados en
el servidor a los que el usuario tiene acceso. De cada proyecto aparece la
siguiente informacio´n: nombre del autor, t´ıtulo del proyecto, fecha de creacio´n
y el tipo de permiso de acceso que tiene el usuario. Desde esta vista se puede
acceder al contenido de cualquier repositorio.
Desde aqu´ı tambie´n se pueden enviar solicitudes de acceso a cualquiera
de los proyectos privados a los que el usuario tenga prohibido el acceso.
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5.2.3. Vista para la creacio´n de proyectos.
En esta vista se presenta un formulario con los datos necesarios para
poder iniciar un repositorio donde guardar el nuevo proyecto. El usuario
debe introducir el t´ıtulo del proyecto, la descripcio´n del primer commit y
seleccionar el fichero comprimido que contiene los ficheros que formara´n el
proyecto. Tras enviar el formulario se crea el repositorio en el servidor.
5.2.4. Vista administrar permisos.
El creador de un proyecto es el encargado de administrar los permisos de
acceso a dicho proyecto. Para ello, en esta vista se presenta un listado con to-
dos los usuarios y grupos, y el tipo de permisos que tienen, si pueden acceder
o no al proyecto. Desde aqu´ı se puede permitir o denegar el acceso a cualquier
usuario o grupo. En el listado ira´n apareciendo las nuevas solicitudes que los
usuarios vayan enviando.
5.2.5. Vista listado de ramas.
Esta es la vista a la que se accede al entrar dentro de un proyecto. En
ella se presenta una tabla con la informacio´n de las ramas que se han creado
en el repositorio. Tambie´n se muestra un breve encabezado con un resumen
de la informacio´n del proyecto: t´ıtulo, fecha de creacio´n y autor.
Desde esta vista se pueden realizar varias acciones. Todos los usuarios
podra´n acceder a un wiki del proyecto, en donde podra´n dejar comentarios
durante el desarrollo del proyecto. Adicionalmente, si el que accede a esta
vista es el administrador del proyecto, desde aqu´ı puede acceder al a´rea de
administracio´n desde donde se cambian los permisos de acceso al proyecto.
5.2.6. Vista historial del proyecto.
En esta vista se muestra una tabla con todos los commits, las diferentes
versiones, que se han realizado sobre la rama del repositorio seleccionada.
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Adema´s de la informacio´n de las diferentes versiones, se muestra un breve
encabezado con datos del proyecto, indicando la rama actual y el nombre del
proyecto.
Desde esta vista, ademas de consultar el historial de un proyecto, se pue-
den realizar las siguientes acciones:
Realizar un nuevo commit : para e´sto se muestra un formulario con los
datos necesarios para poder crear la nueva versio´n. En este formulario
lo primero que se pide es que se seleccione un fichero comprimido,
con formato “Zip” o “Rar”, que contenga todos los ficheros que se
quieran almacenar en el proyecto. Luego se debe introducir el nombre
y la descripcio´n de la nueva versio´n. La u´ltima opcio´n que hay que
seleccionar es si Git debe tener en cuenta los ficheros eliminados o no.
Si se selecciona que s´ı, Git comparara´ todos los ficheros de la u´ltima
versio´n con los que contenga el fichero que se suba, detectando tanto
los ficheros nuevos y modificados, como los eliminados. Si se selecciona
no detectar los eliminados, u´nicamente comparara´ los ficheros que trae
el fichero comprimido con los mismos que estaban almacenados en la
u´ltima versio´n, teniendo en cuenta u´nicamente los ficheros nuevos y
modificados.
Descargar una versio´n dada: se generara´ un fichero comprimido con
todos los ficheros que ten´ıa el proyecto en el estado en el que estaban
en la versio´n que se seleccione.
Combinar la rama actual con la rama master, accio´n conocida como
“merge”. Vuelca los cambios de la rama actual en la rama principal del
proyecto, queda´ndose como la versio´n ma´s reciente la misma en ambas
ramas.
Actualizar la rama actual. Accio´n parecida a la anterior, pero que en
este caso vuelca sobre la rama actual los cambios que hay en la rama
master, apuntando las dos ramas a la misma versio´n.
Tambie´n se puede acceder al wiki de la rama para compartir comenta-
rios. Cada rama tiene un wiki independiente.
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5.2.7. Vista confirmar cambios del nuevo commit.
En esta vista se presenta un a´rbol de directorios con todos los ficheros
modificados, an˜adidos o eliminados. Si un usuario se encuentra en esta vista
significa que esta´ en un punto intermedio de la creacio´n de un nuevo commit.
En esta vista debera´ seleccionar los cambios que se van a incluir en la nueva
versio´n, y confirmar posteriormente todos estos cambios que tendra´ la nueva
versio´n, realiza´ndose finalmente el commit.
5.2.8. Vista a´rbol de directorios.
Esta vista muestra los ficheros y directorios que hay en una determinada
versio´n de un proyecto. En ella se puede seleccionar que tipo de a´rbol de
directorios se quiere ver, existen dos estructuras de directorios distintas:
1. Se puede ver un a´rbol con todos los directorios y ficheros que tiene la
versio´n seleccionada.
2. Mostrar u´nicamente los ficheros que han sido modificados o an˜adidos
desde la versio´n anterior, ignorando el resto de ficheros que no tienen
cambios.
Se pueden recorrer todas las carpetas del a´rbol, y seleccionando un fichero
se accede a una vista en la que se muestra el contenido de dicho fichero.
5.2.9. Vista contenido y diferencias de ficheros.
Se trata de dos vistas distintas pero que guardan una relacio´n. En la
primera, u´nicamente se muestra el contenido de un fichero en la versio´n se-
leccionada. Junto al contenido mostrado, tambie´n se ofrece una opcio´n para
poder compararlo con alguna de las versiones anteriores.
En la segunda vista se muestran las diferencias existentes entre dos ver-
siones de un fichero. En la parte superior de esta vista se muestra un listado
con todas las versiones anteriores que tienen algu´n cambio sobre el fichero
seleccionado. Debajo de ese listado se muestra una comparativa entre las dos
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versiones que intervienen, mostrando los dos ficheros, y resaltando las l´ıneas
que se han an˜adido, modificado o eliminado en cada una de las versiones.
5.2.10. Vista wiki.
Esta vista muestra los comentarios que los desarrolladores han publicado.
Los usuarios pueden acceder a estos comentarios, y an˜adir o editar dichos
comentarios.
En el caso de que un usuario quiere an˜adir nuevos comentarios, debera´ ac-
ceder a la opcio´n de edicio´n. Desde ah´ı, se muestra un a´rea de texto con el
contenido del wiki para que el usuario pueda an˜adir nuevas l´ıneas.
5.2.11. Vista contactos.
Esta vista muestra un listado con todos los contactos que esta´n registrados
en la aplicacio´n, mostrando algunos datos del usuario: como su fotograf´ıa,
su nombre y su correo electro´nico. Seleccionando un contacto se accede a su
perfil, y desde ah´ı se pueden enviar mensajes y consultar los proyectos en los
que esta´ involucrado el usuario.
5.2.12. Vista mensajes.
Esta vista actu´a como un buzo´n de correo. Desde esta vista se accedera´ a
todos los mensajes que ha recibido un usuario. Adema´s de leer el contenido
de los mensajes, desde aqu´ı los usuarios pueden responder y eliminar los
mensajes.
5.3. Lo´gica de la aplicacio´n.
La aplicacio´n se ha desarrollado siguiendo una programacio´n orientada
a objetos. La estructura de la aplicacio´n viene establecida por las clases del
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propio framework, y complementando a e´stas, se utilizan clases que realizan
diferentes funciones. Los objetos que se pueden crear en la aplicacio´n hacen
referencia a distintas entidades de la misma. Podemos encontrar objetos de
los siguientes tipos:
Clase “Git”: los objetos de esta clase se emplean al interactuar con los
proyectos alojados en el servidor.
Clase “Rama”: los objetos de esta clase se corresponden con cada una
de las ramas creadas en un repositorio.
Clase “Usuario”: se utiliza para trabajar con los datos de los usuarios
registrados.
Clase “Mensaje”: estos objetos son los diferentes mensajes que se env´ıan
entre los usuarios.
Clase “Fichero”, “Directorio” y “Json”: estas clases son las que inter-
vienen en la creacio´n de los a´rboles de directorios.
La estructura de trabajo que incorpora el framework obliga a crear con-
troladores para realizar las diferentes funciones. Existen controladores que
concentran las tareas sobre un determinado sector de la aplicacio´n:
Controlador “Index”: es el que realiza tareas de gestio´n en la aplicacio´n
como la presentacio´n de contenidos y lecturas de la base de datos que
no requieren de acceso al sistema de control de versiones.
Controlador “Git”: es el encargado de realizar todas las tareas que
necesiten interactuar con el sistema de control de versiones.
Controlador “Message”: es el que se utiliza para realizar todas las ac-
ciones de lectura y env´ıo de mensajes.
Controlador “Contact”: realiza todas las tareas sobre los contactos,
tales como presentacio´n del listado de nombres, y cambios en el perfil
de los mismos.
Ajax: es el encargado de realizar las tareas que se ejecutan al recibir
las peticiones http as´ıncronas de los clientes.
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5.4. Modelo de datos.
La aplicacio´n cuenta con una conexio´n a una base de datos sobre la que
se hara´n consultas para resolver funciones de la aplicacio´n. En la figura 5.3
se detallan las entidades existentes en la base de datos. Existen dos entidades
principales y otras que derivan de ellas. Las entidades con mayor peso son:
Entidad “Usuario”: en esta tabla se almacenan los datos de cada uno
de los usuarios registrados en la aplicacio´n. Cada entrada en esta tabla
contiene informacio´n relativa al nombre, al correo, a la procedencia, al
alias y contrasen˜a necesarios para la autenticacio´n. Existe un campo
llamado “pu´blico” que lo que indica es si este usuario es visible al resto
de usuarios. En caso de no serlo, nadie podra´ enviarle mensajes priva-
dos. Tambie´n se almacena el idioma que el usuario elija para mostrar
el contenido. As´ı, siempre que acceda a la aplicacio´n, se mostrara´ el
contenido en el idioma escogido.
Entidad “Proyecto”: cada entrada de esta tabla hace referencia a un
repositorio alojado en el servidor. De cada proyecto lo que interesa es
conocer su t´ıtulo, cuando fue creado y el identificador de su creador.
Tambie´n se puede incluir una breve descripcio´n sobre el proyecto.
De estas dos entidades derivan el resto de entidades que intervienen en la
aplicacio´n:
Entidad “Rama”: en el desarrollo de un proyecto se puede trabajar
sobre diferentes ramas de trabajo. En esta tabla se almacena la infor-
macio´n de todas las ramas que se van creando a lo largo del per´ıodo
de desarrollo de una aplicacio´n. De cada rama se tiene informacio´n de
su nombre, del creador y de la fecha de creacio´n de la misma, y del
repositorio en el que se encuentra.
Entidad “Grupo”: cada uno de los grupos creados en la aplicacio´n. Tie-
ne un campo para identificar al grupo, otro para almacenar el nombre
del mismo, y otro que indica el identificar del creador del grupo.
Entidad “Permiso”: esta tabla contiene todos los permisos de acceso a
los diferentes proyectos. Cuando un usuario quiere acceder a un proyec-
to, realiza una solicitud de acceso, inserta´ndose una nueva entrada en
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esta tabla. El administrador de cada proyecto, podra´ cambiar los per-
misos de acceso de esas solicitudes, permitiendo o denegando el acceso,
y por tanto, la posible realizacio´n de cambios sobre el mismo.
Entidad “Permiso Grupo”: en esta tabla figura el listado de proyectos
a los que tienen acceso cada grupo.
Entidad “Mensaje”: esta tabla almacena todos los mensajes privados
que se intercambian entre los usuarios. De cada mensaje se conoce el
identificador de la persona que lo env´ıa y del destinatario. Tambie´n se
guarda el asunto y el cuerpo del mensaje, as´ı como la fecha en la que
fue enviado. Existe un campo que indica el estado del mensajes, que
puede ser le´ıdo o no le´ıdo, en funcio´n de si el destinatario ha accedido



























































En este cap´ıtulo se describen los aspectos ma´s relevantes de la implemen-
tacio´n del sistema, explicando las especificaciones te´cnicas adoptadas por la
aplicacio´n para cumplir los requisitos fijados en la misma. En el ape´ndice
A se pueden consultar las tecnolog´ıas que intervienen en el desarrollo del
proyecto.
A continuacio´n, y siguiendo una estructura similar a la del cap´ıtulo 5,
se describe como se han desarrollado los diferentes mo´dulos integrados en
la aplicacio´n, indicando las bibliotecas de co´digo y los plugins de “jQuery”
utilizados para realizar la implementacio´n.
6.1. Aplicacio´n multilenguaje.
La aplicacio´n ha sido desarrollada de tal forma que los usuarios pueden
escoger el idioma en el que quieren que se presenten los contenidos. La inter-
nacionalizacio´n de la aplicacio´n se realiza mediante un mo´dulo del framework
de Zend llamado “Zend Translate”.
Para trabajar con este mo´dulo existen diversos mecanismos como el uso
de un array con las traducciones o ficheros con formato “csv”, pero el que
la aplicacio´n utiliza es “Gettext”, que es la biblioteca de GNU para interna-
cionalizacio´n. Esta biblioteca trabaja con ficheros “.po” (Portable Object) y
“.mo”(Machine Object). Para ello se crea un fichero de texto “.po” por cada
idioma. Cada uno de estos ficheros contiene pares formados por un identifi-
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cador (msgid) y el texto que aparecera´ en sustitucio´n de e´ste (msgstr). Estos
ficheros se compilan para generar los ficheros binarios “.mo”, que son los que
utilizara´ la aplicacio´n para la lectura de los textos.
Para que este mecanismo de internacionalizacio´n pueda trabajar con los
ficheros de las traducciones necesita que e´stos este´n almacenados en el servi-
dor siguiendo una determinada estructura de directorios. En la figura 6.1 se







Figura 6.1: Estructura de los directorios y ficheros de internacionalizacio´n.
A la hora de presentar los diferentes contenidos de la aplicacio´n Web es
necesario configurar previamente el idioma. Para ello existen funciones, en el
propio framework, mediante las que se gestiona el idioma activo (locale). En
el menu´ superior de cada vista se puede seleccionar el idioma para mostrar
los contenidos. Cuando un usuario selecciona uno de los idiomas, el sistema
guarda en la base de datos el idioma seleccionado. As´ı, cada vez que un
usuario accede a la aplicacio´n, se presenta el contenido en el idioma que e´ste
hubiese seleccionado la u´ltima vez. Este idioma esta´ almacenado en la base
de datos, junto al resto de informacio´n del usuario.
En la figura 6.2 se ilustra el flujo de trabajo que tiene la aplicacio´n a la
hora de realizar la traduccio´n de los textos. Una vez cargado y configurado
el idioma con el que se mostrara´ el contenido, la aplicacio´n accede al fichero
que contiene las traducciones de dicho idioma, y sustituye cada identificador
por la traduccio´n que tenga asociada. El proyecto ofrece la posibilidad de
mostrar los contenidos en castellano o en ingle´s. Pero gracias a esta forma
de implementacio´n an˜adir nuevos idiomas es una tarea sencilla, ya que so´lo

















   2.- Necesita la palabra con id `Id 1´  
1.- Obtiene y configura 
el idioma seleccionado 
por el Usuario.
3. -Obtiene la palabra con el
id indicado, para ello consulta 
el fichero del idioma activo.
   4.- Palabra solicitada: 
`Hello´
    5.- Se inserta el texto asociado




Figura 6.2: Aplicacio´n multilenguaje, lectura de ficheros de traducciones.
6.2. Conexio´n entre PHP y Git.
Esta conexio´n es el nu´cleo de la aplicacio´n. Todas las tareas sobre los
repositorios se realizara´n mediante la comunicacio´n entre PHP y el sistema
de control de versiones. Como se ilustra en la figura 6.3, existen dos v´ıas para
poder realizar la comunicacio´n entre ellos. El utilizar una u otra dependera´ del


























Figura 6.3: Conexio´n entre Git y PHP.
44
6.2.1. Glip (Git Library in PHP).
Para trabajar con Git desde PHP existe una biblioteca de co´digo conocida
como Glip [4]. Gracias a esta biblioteca se pueden realizar tareas de lectura en
los repositorios alojados en el servidor. Esta biblioteca trabaja con objetos,
del tipo “Gitcommit”, “Gitobject” y “Git”. Estos objetos se corresponden
con las versiones, los ficheros y los repositorios con los que trabaja Git.
Para realizar una consulta, u´nicamente hay que crear un objeto que haga
referencia al repositorio sobre el que se realizara´. Glip accede a los objetos con
los que trabaja Git, generando posteriormente un objeto, del tipo Gitcommit
o Gitobject. Estos objetos tienen como atributos la informacio´n relativa a un
commit o a un fichero.
Gracias a esta biblioteca se puede acceder al contenido de cualquier fichero
o al listado de los ficheros existentes en una determinada versio´n. Para ello
es necesario el identificador hash con el que trabaja Git para diferenciar
las versiones y ficheros. Tras realizar la consulta, Glip devuelve en un array
los datos solicitados, con la informacio´n parseada de las versiones o de los
ficheros.
Tambie´n se utiliza esta biblioteca para obtener los ficheros que han si-
do modificados entre dos versiones. Indicando el hash de cada una de las
versiones, esta biblioteca devuelve un array formado por los nombres de los
ficheros que han sido modificados, y si e´stos han sido eliminados, an˜adidos o
simplemente modificados.
Esta biblioteca tambie´n ofrece ciertas funciones de escritura, pero se ha
optado por realizar estas tareas directamente sobre el sistema de control de
versiones, ya que e´ste presenta ma´s opciones y funcionalidad que la imple-
mentada por la biblioteca.
6.2.2. Llamadas por l´ıneas de comandos.
Las tareas de escritura, y alguna de lectura, hay que realizarlas directa-
mente mediante comandos de Git. En una ma´quina local e´sto se realizar´ıa
por consola, introduciendo los comandos con los que trabaja Git. En el servi-
dor, se realiza del mismo modo, hay que hacer las llamadas a Git por l´ınea de
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comandos. Para poder realizar e´sto, PHP dispone de funciones para ejecutar
comandos del sistema, como la funcio´n “shell exec”. Estas funciones reciben
como para´metro un comando, lo ejecutan y devuelven la salida generada por
la ejecucio´n de dicho comando.
En el proyecto se ha creado una clase que contiene todas las tareas que
se necesitan realizar sobre los repositorios a trave´s de Git. Estas funciones
efectu´an las llamadas a Git, y almacenan la salida que e´ste genera. Luego se
analiza el contenido de la respuesta almacenada, y se genera un array con la
informacio´n ya tratada para que la aplicacio´n pueda realizar todas las tareas
requeridas en cada momento.
6.3. Control de acceso.
6.3.1. Control de acceso a la aplicacio´n Web.
La aplicacio´n cuenta con un sistema para controlar el acceso de los usua-
rios a la misma, por lo que so´lo los usuarios registrados podra´n acceder. El
registro se realiza desde la vista inicial, rellenando el formulario de acceso pa-
ra nuevos usuarios. Cada usuario registrado es insertado en la base de datos
como una nueva fila.
Cada vez que un usuario accede a la aplicacio´n debe introducir su alias y
su contrasen˜a. Cuando el servidor recibe la peticio´n de acceso, se comprueba
si existe alguna entrada en la base de datos con esa informacio´n. En caso
afirmativo, la autenticacio´n es correcta, permitie´ndose el acceso a la aplica-
cio´n y crea´ndose una nueva sesio´n; en caso contrario, se deniega el acceso y
se redirige la aplicacio´n de nuevo al formulario de acceso.
6.3.2. Control de acceso a los repositorios.
La aplicacio´n tambie´n controla el acceso a cada uno de los repositorios
alojados en el servidor. Los usuarios so´lo deben poder realizar cambios sobre
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Figura 6.4: Autenticacio´n de usuario correcta
Para controlar e´sto, en cada repositorio se definen tres roles con unos
permisos determinados:
1. Administrador: es el usuario que creo´ el repositorio. Dicho adminis-
trador es el u´nico que puede permitir o denegar el acceso al resto de
usuarios. Es el encargado de las tareas de gestio´n sobre el repositorio.
2. Miembro de un grupo: cualquier usuario que pertenezca a un grupo
podra´ acceder y realizar cambios sobre los proyectos en los que trabaje
dicho grupo. En este caso, los permisos son concedidos a un grupo, y
estos permisos son a su vez concedidos a todos los miembros de dicho
grupo.
3. Usuario: cualquiera que utilice la aplicacio´n, sin necesidad de pertene-
cer a un grupo, puede solicitar permisos de acceso a un proyecto. Los
permisos se le conceden directamente a dicho usuario.
En el listado de los proyectos, presentado en la vista inicial, un usuario
puede ver los proyectos a los que tiene acceso, y solicitar el acceso a cualquier
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repositorio con acceso bloqueado. Cuando un usuario solicita los permisos de
acceso a un repositorio, se crea una solicitud que se almacena en la base
de datos como una nueva entrada. Esta solicitud relaciona a un usuario con
un determinado repositorio, indicando en el estado de dicha solicitud que se
encuentra pendiente de confirmacio´n. El administrador de cada repositorio
tiene acceso a un listado que muestra todas las solicitudes recibidas para
un determinado repositorio. Desde este listado puede cambiar los permisos
de cualquiera de los usuarios o grupos, permitiendo o bloqueando el acceso.
El permitir a un usuario o grupo acceder a un proyecto implica que se le
conceden permisos para realizar cualquier tipo de tarea de lectura o escritura.
En el caso de los grupos, el comportamiento es similar. El creador de un
grupo sera´ el encargado de solicitar los permisos de acceso para dicho grupo.
Si se permite el acceso a un grupo, todos los usuarios que pertenezcan a ese
grupo podra´n realizar cambios sobre el repositorio.
6.4. Gestio´n de los repositorios.
En esta seccio´n se habla de diversas medidas que se han tomado a la hora
de trabajar sobre los repositorios. Al principio se trabajo´ directamente sobre
el repositorio original, pero finalmente, se opto´ por tomar otras medidas para
resolver una serie de problemas. Estas medidas se describen en los siguientes
puntos.
6.4.1. Configuracio´n de los repositorios.
Al iniciar un repositorio se cambian algunos valores en su configura-
cio´n. La aplicacio´n asigna el valor “true” al para´metro de configuracio´n “co-
re.bare”. Con e´sto lo que se consigue es que el repositorio creado no tenga
asociado ningu´n directorio de trabajo, por lo que no se podra´n realizar ciertas
tareas directamente sobre e´l. Este cambio tambie´n produce que se deshabi-
liten comandos de Git como “git add” y “git merge”. Por tanto, ahora para
poder realizar cambios sobre los repositorios hay que hacerlo desde una ubi-
cacio´n externa a e´stos.
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6.4.2. Clonado de los repositorios remotos.
La solucio´n adoptada para trabajar sobre los repositorios fue la de clonar
cada uno en otra ubicacio´n dentro del servidor. Estos clones no esta´n confi-
gurados como repositorios de tipo “bare”, por lo que si se pueden realizar las
tareas necesarias para la creacio´n de nuevas versiones sobre ellos.
Existe un clon por cada rama del repositorio, cada vez que se crea una
rama tambie´n se crea su correspondiente clon. Estos clones tienen en su
fichero de configuracio´n la ubicacio´n del repositorio remoto con el que deben
mantener la sincronizacio´n. Sobre estos clones se descomprimen los ficheros
que se reciben con los nuevos cambios, y se ejecutara´n todas las tareas que
intervienen en la realizacio´n de los commits. Cada vez que se genera una
nueva versio´n, o cambios que deban ser actualizados en la rama remota, se
debe hacer una llamada al comando “git push”. Este comando se encarga de
mantener sincronizados la rama remota con su clon correspondiente, enviando
a la rama remota los cambios que se hayan realizado sobre la clonada.
Gracias a clonar las ramas de cada repositorio y trabajar sobre ellas se
consigue que en el servidor siempre haya una versio´n estable de los datos
de un proyecto. Esto es as´ı porque sobre el repositorio remoto no se pueden
realizar acciones que puedan comprometer el funcionamiento de la aplicacio´n,
ya que todas las acciones sobre ellos las ejecuta Git y no nuestra aplicacio´n.
Tambie´n gracias a e´sto se consigue reducir el tiempo de ejecucio´n de las
diferentes tareas, ahora no es necesario clonar una rama cada vez que se
quiera realizar algu´n cambio sobre ella.
6.4.3. Control de acceso concurrente a los repositorios.
En la aplicacio´n ha sido necesario implementar algu´n mecanismo para
asegurar que dos usuarios no pueden realizar cambios sobre una rama al
mismo tiempo. Hay acciones como la de realizar un nuevo commit que si dos
usuarios la realizasen a la vez sobre la misma rama provocar´ıa un “conflicto”
entre ambos, ya que la aplicacio´n no sabr´ıa los ficheros que ha enviado uno
u otro.
Para solucionar e´sto se ha implementado una mecanismo que consiste en
crear un fichero de texto cada vez que un usuario este´ realizando cambios so-
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bre una rama. Estos ficheros se utilizan como un bloqueo. Cuando un usuario
inicia las acciones para generar un nuevo commit se crea este fichero. Si otro
usuario intenta acceder en ese instante se le muestra un mensaje indicando
que debe esperar a que termine el usuario anterior. El bloqueo de la rama
durara´ hasta que el usuario finalice las tareas que este´ realizando, o hasta que
se pase un limite de tiempo configurado, tras el cual, el bloqueo desaparecer´ıa
y las acciones sin terminar se cancelar´ıan. Con el temporizador se evita que
un usuario pueda dejar sin finalizar un commit, se le da un tiempo suficiente
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Figura 6.5: Commit sobre rama clonada y actualizacio´n en la remota.
6.4.4. Mantenimiento de los clones.
En los clones de los repositorios es donde se realizaran todos los cambios.
Cuando un usuario este´ realizando un nuevo commit o un nuevo merge se
tienen que hacer cambios sobre e´stos. Estas acciones cambian el estado en
el que se encuentran los directorios de trabajo de los clones. Por esta razo´n,
el primer paso para realizar cualquier accio´n sobre los clones es dejar el
directorio de trabajo en el mismo estado en el que estaba el la u´ltima versio´n
almacenada. Con e´sto se evita que otros usuarios hayan dejado algu´n fichero
en este directorio en un commit anterior sin finalizar. Despue´s de restaurar
este estado, ya se realizan las tareas pertinentes.
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6.5. Trabajo con ficheros comprimidos.
La aplicacio´n tiene que trabajar con ficheros comprimidos para crear nue-
vos proyectos, para realizar nuevos commits y para que los usuarios puedan
descargar el contenido de los proyectos. Para cada una de estas tareas se em-
plean diferentes mecanismos. A continuacio´n se detallan los modos de trabajo
con este tipo de ficheros, en el caso de que se reciban en el servidor, y en el
caso de que sea e´ste el que los tiene que generar.
6.5.1. Env´ıo de ficheros al servidor.
Hay dos instantes en los que es necesario subir ficheros al servidor, uno
es cuando se crea un nuevo proyecto, y el otro es cuando se esta´ realizando
un nuevo commit. Los ficheros se env´ıan de manera diferente en funcio´n de
las tareas que se tengan que ejecutar en el servidor.
Cuando se crea un nuevo repositorio, u´nicamente hay que descomprimir
el fichero que se reciba e iniciar dicho repositorio. Estas tareas no tienen
una duracio´n muy elevada para la aplicacio´n. En cambio, cuando se realiza
un commit, hay que realizar varias acciones cuya duracio´n se debe tener en
cuenta. Al crear una nueva versio´n hay que descomprimir el fichero recibido
en el servidor y obtener el listado de todos los ficheros modificados, an˜adidos
o eliminados. Todas estas acciones se podr´ıan realizar tras recibir la peticio´n
http con el formulario, pero entonces habr´ıa que sumar los tiempos de eje-
cucio´n de cada una de ellas y la aplicacio´n quedar´ıa “bloqueada” hasta que
se finalizasen todas la tareas en el servidor. Por esta razo´n, para tratar de
suavizar la espera del usuario, la subida de los ficheros se realiza mediante
una peticio´n http as´ıncrona, de tal manera que el usuario seguira´ rellenando
el formulario con los datos de la nueva versio´n mientras que en el servidor se
prepara el repositorio y se descomprime el fichero comprimido.
Por tanto, en la aplicacio´n se han implementado dos mecanismos para
realizar el env´ıo de ficheros al servidor:
1. Para crear un nuevo repositorio, el usuario debe rellenar un formula-
rio con los datos del mismo. En este formulario, adema´s de campos de
texto, se an˜ade un campo de tipo “archivo”. Este sera´ el fichero com-
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primido que contiene los archivos del repositorio que se va a crear. El
usuario env´ıa al servidor el formulario en una peticio´n http, y el servi-
dor recoge todos los argumentos que recibe en esa peticio´n. Esta es la
forma comu´n de subir ficheros a un servidor mediante una peticio´n http.
Una vez recibida la peticio´n, se almacena el fichero comprimido en un
directorio del servidor hasta que se realicen todas las tareas pertinentes
con e´l.
2. A la hora de realizar un nuevo commit, el fichero comprimido se env´ıa
al servidor antes de que se env´ıe el formulario. Para conseguir e´sto se
utiliza un plugin de jQuery llamado “uploadfy” [41], que realiza una
peticio´n ajax as´ıncrona, en la que se env´ıa el fichero comprimido al
servidor. Este plugin utiliza Flash y JavaScript para realizar el env´ıo.
Permite realizar la subida mu´ltiple de ficheros, aunque en el proyecto
se han configurado ciertos para´metros del plugin: so´lo se permite selec-
cionar ficheros con formato “Zip” o “Rar”, el env´ıo del fichero se realiza
automa´ticamente en cuanto el usuario selecciona el fichero comprimido,
y tambie´n se le indica el nombre del script en el servidor que recibira´ y
tratara´ el fichero. Cuando el servidor recibe el fichero, realiza las tareas
programadas en dicho script.
6.5.2. Comprimir y descomprimir ficheros.
La aplicacio´n trabaja con ficheros comprimidos cuando se crea un nuevo
proyecto, cuando se realiza un nuevo commit, y cuando un usuario quiere
descargar el contenido de alguna versio´n. Estas acciones implican tareas de
compresio´n y descompresio´n de ficheros, que se realizan de la siguiente ma-
nera:
Para descomprimir ficheros en el servidor, PHP tiene una serie de bi-
bliotecas de co´digo que se pueden utilizar, como “pclzip” [15]. A la hora
de escoger entre estas bibliotecas hay que tener en cuenta la plataforma
sobre la que se desarrolla la aplicacio´n. Este proyecto esta´ desarrollado
en “Windows”, y dichas bibliotecas presentan problemas con la codifi-
cacio´n, y extraen los ficheros con un nombre mal codificado. Por tanto,
se ha optado por utilizar la herramienta “unzip” para descomprimir los
ficheros con extensio´n “Zip”, y “unrar” para descomprimir los ficheros
con extensio´n “Rar”. Gracias a utilizar estas herramientas se consigue
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que la aplicacio´n sea portable a una plataforma “Unix”, ya que estas
herramientas funcionan correctamente tambie´n en dicha plataforma.
La aplicacio´n necesita crear un fichero comprimido cuando se quiera
descargar el contenido de una versio´n determinada de un proyecto. Esta
accio´n se realiza directamente mediante el comando “git archive”, que
es un comando propio del sistema de control de versiones. Este comando
genera un fichero comprimido con so´lo indicar el hash de la versio´n o
del directorio que se quiera comprimir. Esta funcio´n permite escoger
la extensio´n del fichero que se va a generar, zip o tar. Por tanto, para
comprimir ficheros, u´nicamente hay que hacer una llamada por l´ınea
de comandos a Git.
6.6. Generar a´rbol de directorios.
Para facilitar el trabajo de gestio´n de los distintos repositorios, los usua-
rios deben poder moverse por las diferentes carpetas que contiene cada una
de las versiones, y as´ı poder consultar el contenido de los ficheros y los cam-
bios que se han producido en ellos. En la aplicacio´n hay dos instantes en los
que es necesario presentar por pantalla un listado de todos los directorios y
ficheros contenidos en una determinada versio´n de un proyecto. Esto se pro-
duce en el momento de realizar un nuevo commit, donde es necesario mostrar
todos los ficheros nuevos, modificados o eliminados para que el usuario escoja
los cambios a guardar; y el otro instante es cuando se consultan los archivos
contenidos en alguna de las versiones almacenadas.
Para generar el a´rbol, la aplicacio´n utiliza un plugin de jQuery llamado
“jsTree” [12], distribuido bajo licencia GPL. Gracias a este plugin se puede
generar un a´rbol de directorios y aplicarle diferentes estilos. Para poder ge-
nerar el a´rbol hay que indicarle al plugin los datos que se van a representar.
El plugin trabaja con datos en estos formatos: HTML, XML o JSON. En la
aplicacio´n se ha optado por trabajar con datos JSON.
A la hora de generar el a´rbol es necesario realizar ciertas tareas, tanto en
el servidor como en el navegador del cliente. A continuacio´n se indican los
pasos que se siguen para la generacio´n del a´rbol:
1. Primero se obtiene el listado de directorios y ficheros. Para ello en el
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servidor se hace una consulta a Git, utilizando la funcio´n “listRecur-
sive” sobre un objeto del tipo “GitTree”. Esta funcio´n pertenece a la
biblioteca Glip. A partir del hash, que identifica la versio´n, la funcio´n
devuelve un array en el que cada posicio´n se corresponde con el nombre
y el path de cada fichero o directorio.
2. Se analiza la informacio´n contenida en el array obtenido. Para realizar
esta tarea se trabaja utilizando objetos, del tipo directorio o del tipo
fichero. Se recorre el array y se crean objetos del tipo especifico. Los
objetos del tipo directorio tienen como atributos el nombre del direc-
torio y un array con todos los ficheros y subdirectorios que contiene.
Los ficheros tienen como atributo el nombre y el estado del fichero, que
en el caso de estar realizando un commit puede ser creado, eliminado
o modificado.
3. Una vez creados todos los objetos, se tiene que generar la respuesta con
la informacio´n necesaria para que el script que se ejecuta en el cliente
pueda crear el json. El plugin tiene que recibir como para´metro una
cadena de texto que contenga la estructura que se quiere cargar en el
json. Esta estructura tiene un formato definido en la documentacio´n
del plugin. Por tanto, la aplicacio´n genera en el servidor u´nicamente la
cadena de texto con el formato requerido que se enviara´ en la respuesta,
no se crea ningu´n objeto json en el servidor.
4. Se env´ıa la respuesta al cliente, incluyendo en ella la cadena creada y los
para´metros de configuracio´n para el script. Cuando se carga la pa´gina
en el navegador del cliente se ejecuta un script que es el que muestra
el a´rbol con el estilo configurado. Este script, a partir de la cadena de
texto que recibe en la respuesta, carga el a´rbol json que necesita para
poder trabajar con el a´rbol de directorios.
Para disminuir el tiempo de ejecucio´n de esta funcio´n en el servidor, la
aplicacio´n almacena en ficheros de textos la cadena json que se crea. Se
crean dos ficheros, en uno almacena la cadena con el a´rbol completo, y en
otro la cadena con el nombre de los ficheros que han sido modificados en una
versio´n. Estos ficheros se identifican con el hash de la versio´n del json que
este´n almacenando. Estos ficheros se guardan en una carpeta distinta para
cada proyecto y rama, y gracias a nombrarlos utilizando el hash de la versio´n
se evitan problemas al no poderse repetir el nombre de estos ficheros.
Estos ficheros actu´an como una cache´, y la aplicacio´n so´lo realizara´ las
funciones necesarias para la creacio´n del json y estos ficheros una sola vez
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por cada versio´n que se guarde en el repositorio. Gracias a e´sto se consigue
disminuir el retardo en la aplicacio´n, ya que se evita tener que procesar toda
esta funcionalidad cada vez que se accede a una versio´n.
Servidor
2. Si no se han encontrado 
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Figura 6.6: Creacio´n del a´rbol de directorios.
6.7. Mostrar el contenido y las diferencias en-
tre dos versiones de un fichero.
6.7.1. Contenido de un fichero.
En la aplicacio´n se puedo acceder al contenido que ten´ıa un fichero en
una determinada versio´n. Para ello se selecciona la versio´n y el fichero que se
quiera consultar. Mediante la librer´ıa “glip” se accede al contenido del fichero.
Se crea un objeto a partir del hash del fichero, que tendra´ en el atributo data
el contenido del fichero.
Para mostrar el fichero se utiliza una biblioteca llamada “GeSHi (Gene-
ric Syntax Highlighter)” [10] que muestra el contenido del fichero utilizando
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diferentes colores en funcio´n de la extensio´n del mismo. Para mostrar el con-
tenido u´nicamente hay que pasarle a “GeSHi” dos para´metros, uno con el
contenido del fichero y otro con la extensio´n del mismo, y luego llamar a la
funcio´n “parseCode” que es la encargada de mostrar el texto en diferentes
colores.
6.7.2. Diferencias entre dos versiones de un fichero.
Uno de las principales tareas que debe realizar un sistema de control de
versiones es mostrar los cambios realizados en un fichero entre cada una de
las versiones del proyecto. En la aplicacio´n, existe una accio´n que permite
comprobar estos cambios. Para ello, se compara la u´ltima versio´n existente
con cualquiera de las anteriores.
Esta tarea se realiza en varias fases. La primera es obtener un listado con
las versiones anteriores. Como todas las tareas de lectura de un repositorio,
se pueden realizar mediante la biblioteca glip o mediante consultas sobre Git.
En esta caso, es necesario hacerlo directamente sobre Git, ya que necesitamos
conocer u´nicamente el listado de las versiones que tienen algu´n cambio en el
fichero indicado. Si se utilizasen las funciones de glip se obtendr´ıan todas las
versiones, tengan o no cambios sobre dicho fichero. Por tanto, utilizando las
opciones del comando “git log” de Git, se genera un array con el nombre e
hash de cada versio´n en la que se haya modificado el fichero.
El usuario puede seleccionar cualquiera de las versiones obtenidas en el
paso anterior para mostrar las diferencias. Una vez seleccionada la versio´n,
con la que se realizara´ la comparacio´n, es necesario obtener el contenido del
fichero tanto en la versio´n actual como en la versio´n que se haya seleccionado.
La versio´n actual se obtiene a trave´s de la biblioteca glip, mediante una
funcio´n que recibe como para´metro el hash del fichero y devuelve el contenido
del mismo. Para obtener el contenido almacenado en una versio´n anterior
es necesario hacer una llamada a Git por l´ınea de comandos. Mediante el
comando show de Git, indica´ndole el nombre del fichero y el hash de la
versio´n seleccionada, se obtiene el contenido que ten´ıa en dicho instante.
Finalmente, una vez obtenido el contenido del fichero en cada versio´n, se
utiliza un plugin de javascript, llamado “jsdiff” [31] que muestra las diferen-
cias entra ambas versiones. Para ello, el plugin recibe el contenido del fichero
en cada uno de los instantes, y realiza las comprobaciones necesarias para
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obtener todas las diferencias entre ellos. Una vez obtenidas se configura el
estilo con el que se mostrara´n los ficheros. El estilo escogido muestra las dos
versiones una al lado de la otra, resaltando con diferentes colores las l´ıneas
que se han modificado, an˜adido o eliminado en cada versio´n.
6.8. Presentacio´n del contenido en tablas.
Para presentar contenido en tablas se utiliza un plugin de jQuery llamado
“DataTables” [34]. Este plugin permite aplicar diferentes estilos a las tablas
HTML, y tambie´n les an˜ade nueva funcionalidad:
Limitar el nu´mero de resultados mostrados por pa´gina. En funcio´n del
nu´mero de resultados que se muestren, el plugin calcula el nu´mero de
pa´ginas que tiene, ocultando o mostrando los resultados en funcio´n de
la pa´gina que el usuario seleccione en cada momento.
Filtrado de contenido por filas: permite introducir una palabra en un
campo de texto, y el plugin se encarga de mostrar u´nicamente las filas
que contienen palabras con esas coincidencia.
Permite ordenar el contenido de la tabla por columnas. Seleccionando
una columna puede ordenarse su contenido por orden alfabe´tico, de
modo ascendente o descendente.
Para trabajar con este tipo de tablas, u´nicamente hay que generar la tabla
HTML siguiendo una estructura determinada, distinguiendo la cabecera y el
cuerpo. Luego se env´ıa la respuesta http al cliente. En el navegador del cliente
se muestra la pa´gina Web con la tabla creada. Una vez cargada la pa´gina,
se ejecuta el script que se encarga de darle el estilo y la funcionalidad. A
este script se le pasan distintos para´metros de configuracio´n para seleccionar
diferentes estilos, restricciones de ordenacio´n, y para habilitar o deshabilitar
ciertas funciones.
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6.9. Intercambio de mensajes entre usuarios.
A la hora de desarrollar un proyecto, es importante que las personas que
este´n trabajando sobre e´l este´n en contacto. Por ello, la aplicacio´n cuenta con
un mecanismo de comunicacio´n entre usuarios. Se ha optado por implementar
un sistema de mensajer´ıa que trabaje sobre la base de datos, ya que no implica
mucho tiempo su desarrollo y cumple con los requisitos de la aplicacio´n. En
este sistema de comunicacio´n intervienen dos entidades: los usuarios y los
mensajes.
Los usuarios pueden acceder a una vista en la que se presenta un listado
con el nombre del resto de usuarios registrados en la aplicacio´n. Para que
un usuarios aparezca en esta lista debe tener su perfil como pu´blico, sino el
resto de usuarios no pueden comunicarse con e´l. Desde esta vista, cualquier
usuario puede seleccionar a otro para enviarle un mensaje privado.
Cada mensaje que se env´ıa se almacena como una entrada en la base de
datos. Cuando se env´ıa un nuevo mensaje, se inserta una nueva fila en la
tabla de mensajes. Esta entrada contiene el identificador del usuario que lo
env´ıa y del usuario destinatario, adema´s del estado del mensaje, le´ıdo o no
le´ıdo. Los mensajes se almacenan en la base de datos hasta que los usuarios
decidan borrarlos. Los usuarios pueden leer, responder o eliminar cualquiera
de los mensajes que han recibido. En la figura 6.7 se observa primero el env´ıo
de un mensaje, desde la recepcio´n en el servidor hasta que se almacena en
la base de datos; y por otro lado, se observan los pasos que se llevan a cabo
cuando un usuario consulta los mensajes que ha recibido.
6.10. Wiki para compartir comentarios y do-
cumentacio´n.
Para que los desarrolladores puedan compartir sus ideas y documentacio´n,
adema´s del sistema de env´ıo de mensajes implementado, se ha incluido un
wiki. Se ha optado por hacer un wiki basado en ficheros de texto, ya que por
razones de tiempo e´sta es la medida ma´s ra´pida de implementar e integrar.
Para cada proyecto existira´ un wiki general, en el que se an˜adira´n los
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Figura 6.7: Intercambio de mensajes entre usuarios.
comentarios generales para dicho proyecto. Tambie´n existira´ un wiki por
cada rama creada en el repositorio. El wiki no es ma´s que un fichero de texto
en el que se guarda el contenido que los usuarios vayan editando.
En una de las vistas de la aplicacio´n se muestra el contenido de estos
ficheros con las aportaciones que se hayan introducido. Si algu´n usuario quiere
editarlo, se muestra un a´rea de texto con dicho contenido, y se permite que
se an˜adan cambios. Cuando se haya finalizado la edicio´n, se sobrescribe el




Para realizar un chequeo del correcto funcionamiento de una aplicacio´n
software se deben llevar a cabo diversas pruebas. Las primeras pruebas rea-
lizadas ten´ıan como objetivo comprobar el correcto funcionamiento de todos
los mo´dulos de la aplicacio´n. Para ello se prueban todas las acciones que
la aplicacio´n deber´ıa realizar. A continuacio´n se presenta un listado con las
pruebas que la aplicacio´n ha pasado con e´xito:
Creacio´n de nuevos repositorios. Esta prueba ha generado problemas
de compatibilidad entre los navegadores. Al acceder al contenido del
textarea que tiene el texto del resumen del nuevo commit en “Internet
Explorer” no funcionaba utilizando el mismo me´todo “val()” que en
los otros navegadores. Estas funciones utilizadas son de la biblioteca
jQuery. Por eso se tiene que detectar el navegador, y luego en funcio´n
de si es uno u otro utilizar la funcio´n “val()” o “text()” para extraer el
contenido de este campo.
Creacio´n de nuevos commits.
Creacio´n de nuevas ramas de trabajo.
Alta de nuevos usuarios.
Creacio´n de nuevos grupos.
Env´ıo y recepcio´n de mensajes entre usuarios.
Solicitud de acceso a un determinado proyecto.
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Cambios en los permisos de acceso a un proyecto realizados como ad-
ministrador del mismo.
Incluir comentarios en la wiki de los proyectos.
Acceder a los ficheros contenidos en una versio´n concreta.
Acceder al contenido de un fichero dentro de una versio´n concreta.
Mostrar las diferencias entre versiones.
Comparar dos versiones de un mismo fichero.
Combinar dos ramas.
Descargar en un fichero comprimido cualquier versio´n de un proyecto.
Realizar un checkout de una rama para crear una nueva.
Gestio´n de los grupos, an˜adir y eliminar usuarios de un grupo.
Cambiar el idioma con el que se presentan los contenidos en la aplica-
cio´n.
Navegacio´n entre las vistas.
Las pruebas anteriores no se centran en buscar errores espec´ıficos sobre
las funciones, simplemente se encargan de comprobar que la aplicacio´n realice
todas las acciones sin que se produzcan errores.
Complementando a estas pruebas, se han realizado otras que se centraban
en testear diversas funciones que resultan cr´ıticas en el funcionamiento de la
aplicacio´n. Entre estas funciones destacan las que realizan acciones de lectura
o escritura en los repositorios como las siguientes:
Se han realizado pruebas para descartar problemas en la codificacio´n
de los caracteres. Esta prueba consist´ıa en crear proyectos, realizar
commits y crear ramas utilizando caracteres que no fuesen ASCII. Al
realizar las pruebas se detectaron diversos problemas de codificacio´n
que obligaron a realizar cambios en la aplicacio´n.
El primer problema surge por las bibliotecas de co´digo que se utilizaban
para descomprimir los ficheros en el servidor. Estas bibliotecas traba-
jan con caracteres ASCII. La prueba realizada consist´ıa en introducir
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alguna tilde o algu´n cara´cter especial en los nombres de los archivos
que se inclu´ıan el fichero comprimido. Las funciones que extra´ıan estos
archivos en el servidor cambiaban los caracteres que no fuesen ASCII
del nombre por otros, por lo que extra´ıa los ficheros con un nombre
mal codificado. Para solucionar e´sto se escogio´ otro mecanismo para
descomprimir los ficheros, explicado en la seccio´n 6.5.2. Gracias a es-
te mecanismo se solucionaron los problemas con la codificacio´n en los
ficheros comprimidos.
El segundo problema aparecio´ a la hora de consultar el estado de un
repositorio, con el comando “git status”. La salida que se genera viene
codificada con caracteres ASCII, y si aparece algu´n cara´cter no impri-
mible, devuelve una cadena de texto rodeada por comillas dobles, y con
los caracteres no imprimibles representados en base octal. Esto provo-
caba problemas en la aplicacio´n, al aparecer las comillas y el texto con
caracteres escapados, fallaba el script encargado de crear el a´rbol de
directorios y tambie´n fallaba al intentar acceder al contenido de un fi-
chero ya que el nombre que se le pasaba no se correspond´ıa con ninguno
de los que hab´ıa en el repositorio. Para solucionar e´sto, tras probar va-
rias medidas, se empleo´ una funcio´n de PHP llamada “stripcslashes”,
que devuelve una cadena de texto cambiando los caracteres escapados
por su cara´cter correspondiente.
Con estas dos medidas se solucionaron los problemas de codificacio´n de
los caracteres.
Para evitar problemas con los caracteres que un usuario pueda intro-
ducir en el formulario a la hora de crear nuevos proyectos y commits,
se realizan comprobaciones en dichos formularios antes de ser envia-
dos al servidor. Esto obliga al usuario a utilizar u´nicamente caracteres
alfanume´ricos, evitando as´ı que se generen errores por los caracteres
utilizados. Como todas las comprobaciones que se realizan en el nave-
gador del cliente mediante javascript, tambie´n se comprueban los datos
introducidos de nuevo en el script que los recibe en el servidor.
Problemas cuando se acced´ıa al contenido de un fichero cuando no se
sabe que extensio´n tiene. Si no se indica la extensio´n del fichero la
aplicacio´n genera un error. Se ha creado una funcio´n que extrae la
extensio´n del fichero para que se muestre correctamente.
Cuando se realiza la accio´n de combinar dos ramas es necesario que
este´ configurado el para´metro “global-user” para que se realice correc-
tamente.
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Guardar una nueva versio´n detectando ficheros eliminados. Para ello
el usuario debera´ haber seleccionado estos ficheros en el a´rbol de di-
rectorios que se muestra al hacer un nuevo commit. Esta prueba no ha
reportado ningu´n error.
Provocar que haya conflictos a la hora de combinar varias ramas. Si dos
usuarios han modificado las mismas l´ıneas de un fichero en sus copias
locales y tratan de hacer un merge a una rama, lo que ocurre es que el
primero que lo hace no tendra´ problemas y el sistema almacenara´ los
cambios realizados por e´ste. Pero cuando el segundo intente combinar
sus cambios la aplicacio´n detecta que la nueva copia esta´ intentando
realizar cambios sobre las mismas l´ıneas de un fichero que han sido mo-
dificadas en otra versio´n anterior. Esto es lo que produce un conflicto,
provocando que el sistema de control de versiones no pueda resolver de
forma automa´tica el merge.
Para realizarlo manualmente, la aplicacio´n muestra el fichero en con-
flicto y le da al usuario la opcio´n de escoger los cambios que quiere que
se almacenen, pudiendo escoger entre cualquiera de las dos versiones
que entraron en conflicto. Tras seleccionar una de las dos versiones del
fichero se realiza el commit con los nuevos cambios.
Las tareas que necesitan interactuar con Git pueden provocar que el
sistema tenga una respuesta lenta, y que dichas tareas tengan una du-
racio´n que se debe tener en cuenta. Al realizar pruebas en la creacio´n
de commits y de proyectos, subiendo un fichero comprimido con un
taman˜o grande, el sistema generaba un error de timeout. Este error
se produce cuando una accio´n tiene una duracio´n mayor que el l´ımite
configurado en el servidor. Para solucionar e´sto, sin cambiar la confi-
guracio´n del servidor, se puede emplear la funcio´n “set time limit” de
PHP, en la que se indica el l´ımite para este temporizador. Adema´s de
esta medida, tambie´n se depuraron algunas funciones para conseguir
disminuir el tiempo de ejecucio´n de las tareas.
Cuando se descarga una versio´n almacenada en un repositorio se gene-
raban problemas con el nombre del fichero comprimido que se creaba.
Dependiendo del navegador con el que se ejecutaba, el nombre pod´ıa
tener tildes o no. Estos fallos se produc´ıan en el navegador “Google
Chrome”. Para solucionar e´sto, el sistema elimina las tildes que hay en
el nombre del fichero que se genera en la descarga.
Cancelar la realizacio´n de un commit cuando se ha enviado el fichero al
servidor. La aplicacio´n realiza correctamente esta accio´n, restaurando el
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estado que ten´ıa el directorio de trabajo de la rama cuando se empezo´ a
realizar el commit.
Todas las pruebas realizadas sobre la aplicacio´n han servido para solucio-
nar una serie de problemas y tambie´n para realizar mejoras en la aplicacio´n.
Tras los cambios, se han vuelto a pasar las pruebas sobre la aplicacio´n que
finalmente ha pasado todas las pruebas sin generar errores, por lo que se
puede decir que se ha conseguido la primera versio´n estable de la aplicacio´n




El primer paso en la realizacio´n del proyecto fue la planificacio´n del mis-
mo. Partiendo de los objetivos definidos inicialmente, se consulto´ la documen-
tacio´n de las diferentes tecnolog´ıas con las que se pod´ıa desarrollar una aplica-
cio´n que los cumpliese. Tras conseguir toda la documentacio´n, comenzo´ otra
tarea en la que se buscaron aplicaciones cuya funcionalidad fuese similar a
la de este proyecto, y sobre las que se realizaron algunas pruebas. Gracias
a estas pruebas se sacaron ideas que se llevaron a la pra´ctica a la hora de
desarrollar la aplicacio´n.
Al termino de todas estas tareas, y en base a la documentacio´n recogida,
se fijaron los requisitos de la aplicacio´n.
La figura 8.1 presenta las tareas en las que se organizo´ la planificacio´n,
tambie´n se puede ver el diagrama de Gantt de la misma en la figura 8.2.
Figura 8.1: Tareas de la planificiacio´n.
Tras el per´ıodo de planificacio´n, en el que se fijaron los objetivos, se
consulto´ toda la documentacio´n y se fijaron los requisitos del proyecto, co-
menzaron las tareas de desarrollo del mismo.
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Figura 8.2: Diagrama de Gantt de la planificacio´n.
El per´ıodo de desarrollo esta´ divido en diversas tareas, como se muestra
en la figura 8.3, agrupadas en cuatro principales:
1. Disen˜o de la arquitectura y de los mo´dulos que se deben implementar.
2. Desarrollo de la aplicacio´n, con la interaccio´n entre el sistema de control
de versiones, la base de datos y las vistas de la aplicacio´n Web.
3. Pruebas sobre la aplicacio´n para comprobar el correcto funcionamiento.
4. Puesta en produccio´n: una vez pasadas las pruebas, la aplicacio´n debe
ser publicada y comprobar el correcto acceso desde diversos navegado-
res, quedando publicada y lista para que los usuarios comiencen a hacer
uso de la misma.
Figura 8.3: Tareas implicadas en el desarrollo.
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En la figura 8.4 se puede ver el diagrama de Gantt de las tareas en las
que se estructuro´ el per´ıodo de desarrollo.
Figura 8.4: Diagrama de Gantt del desarrollo de la aplicacio´n.
Una vez disen˜ada la arquitectura de la aplicacio´n, se evalu´an las tec-
nolog´ıas con las que se podr´ıa realizar dicha arquitectura, y se escoge de
entre ellas aquellas con las que se trabajara´ finalmente. En el caso de este
proyecto, la principal eleccio´n fue la de escoger PHP como el lenguaje de pro-
gramacio´n, y el sistema de control de versiones Git. Partiendo de estas dos
tecnolog´ıas empezo´ el desarrollo del proyecto. En el desarrollo de aplicaciones
Web intervienen varias l´ıneas de trabajo, encargadas de la presentacio´n de
los contenidos en las diferentes vistas, y del desarrollo de la lo´gica de negocio
requerida por la aplicacio´n.
Los primeros pasos que se llevaron a cabo fueron intentos de comunica-
cio´n entre el sistema de control de versiones y PHP. Una vez conseguida la
comunicacio´n entre las dos tecnolog´ıas, se empezo´ a trabajar en la aplicacio´n
para cumplir con los objetivos fijados. El primer hito que se alcanzo´ fue el de
crear un repositorio a trave´s de la interfaz Web, subiendo un fichero compri-
mido con el contenido del proyecto. Una vez conseguido e´sto, se siguio´ con
los siguientes objetivos que eran la creacio´n de nuevos commits y de nuevas
ramas en el repositorio previamente creado. Esta parte resulto´ ma´s ra´pida
gracias a los conocimientos adquiridos en la consecucio´n del primer hito. A
la vez que se trabaja en estos puntos, se iban estructurando los contenidos
en las diferentes vistas.
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Conseguida la comunicacio´n entre Git y PHP, se realizaron el resto de
las tareas, implicadas en la autenticacio´n de usuarios, en el intercambio de
mensajes, y se continuo´ con los trabajos de estructuracio´n de los contenidos.
Una vez obtenida una versio´n estable de la aplicacio´n, comenzaron las
pruebas sobre ella. A medida que se iban pasando las pruebas si iban so-
lucionando los errores que se encontraban, y se apuntaban posibles mejoras
que se podr´ıan llevar a cabo en el futuro. De todas las mejoras anotadas,
algunas se implementaron ya que se considero´ que dicha implementacio´n no
incrementar´ıa los costes de tiempo en gran medida. Las que no se llevaron




Conclusiones y trabajos futuros
Tras el desarrollo de la aplicacio´n se puede concluir que los objetivos fija-
dos al inicio al del proyecto han sido cumplidos e incluso superados en algunos
casos. A lo largo del per´ıodo de desarrollo han ido surgiendo dificultades que
se han ido superando hasta llegar al estado actual del proyecto.
9.1. Conclusiones.
Los objetivos fijados al inicio se centraban en la idea de conseguir interac-
tuar con Git desde PHP para gestionar los repositorios que se almacenan en
un servidor. Este objetivo inicialmente ya entran˜a su dificultad y la inversio´n
de muchas horas de trabajo. A medida que se iba desarrollando la aplicacio´n
iban apareciendo nuevas ideas y necesidades. Estas ideas se separaban de
los objetivos iniciales, pero se han intentado ir implementando, consiguiendo
as´ı dar mayor funcionalidad a la aplicacio´n.
Tras finalizar el desarrollo del proyecto, implementando todos los mo´du-
los, se puede apreciar que la funcionalidad que tiene la aplicacio´n en la versio´n
actual es mucho mayor de lo que inicialmente se planteo´. Ahora ya no so´lo
se interactu´a con Git, tambie´n se controla el acceso de los usuarios, se pue-
den seleccionar varios idiomas para ver los contenidos, intercambiar mensajes
entre los usuarios,etc.
Como conclusio´n final, decir que la aplicacio´n Web desarrollada ha cum-
plido con todos los objetivos. Se ha conseguido desarrollar una aplicacio´n que
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permite trabajar con Git desde cualquier equipo sin tener que instalar ningu´n
software adicional. Este era el principal objetivo del proyecto, y adema´s se
han an˜adido nuevas funciones a las que aparec´ıan en el planteamiento inicial.
La versio´n actual estar´ıa lista para desplegarse en un servidor y empezar
a ponerla en produccio´n. A pesar de acabar aqu´ı el per´ıodo de desarrollo de
esta aplicacio´n, hay que saber que au´n no esta´ terminada, es decir, se puede
y se debe seguir evolucionando, an˜adie´ndole nuevas mejoras y funciones que
au´n esta´n por desarrollar.
9.2. Trabajos futuros.
Como todo proyecto, e´ste se puede y se debe seguir ampliando y me-
jorando. En este instante, el proyecto ha llegado a un punto en el que la
funcionalidad que presenta es suficiente para poder fijar la primera versio´n
estable del proyecto.
En el futuro se deber´ıa seguir trabajando en aspectos como la seguridad,
el acceso concurrente y el retardo que presentan ciertas funciones. Se debe
intentar reducir el tiempo de espera de los usuarios. Durante el desarrollo
se han utilizado varios mecanismos que han reducido considerablemente el
tiempo de espera.
Otro punto que se puede mejorar es el sistema de intercambio de mensajes.
Ahora los usuarios pueden enviarse mensajes y comunicarse entre ellos sin
problemas, pero considero que ser´ıa interesante incorporar un sistema de
mensajer´ıa instanta´nea para darle mayor potencial a la comunicacio´n entre
los usuarios. Tambie´n plantear´ıa un nuevo modo para compartir comentarios
en los wikis del proyecto. El actual cumple el objetivo de un wiki, pero se
trata de una implementacio´n ba´sica, que a pesar de cumplir su funcio´n se
podr´ıa cambiar por otra mucho ma´s avanzada.
Y en cuanto a la funcionalidad que ofrece la aplicacio´n respecto a la
ofrecida por Git, se podr´ıa decir que se han conseguido implementar las
principales funciones del sistema de control de versiones, pero au´n faltan
otras que se podr´ıan an˜adir a la aplicacio´n. Por tanto, se deber´ıan seguir
an˜adiendo y mejorando las funciones actuales, para conseguir implementar




A continuacio´n se detallan las bibliotecas y las aplicaciones externas que
se deben instalar en el servidor para que la aplicacio´n Web funciones correc-






Sistema de control de versiones Git.
Software para trabajar con ficheros comprimidos.
GeSHI.
A.1. Instalacio´n de servidor Apache.
El servidor web Apache se descarga desde la pa´gina Web de la Fundacio´n
Apache [6]. Se debe seleccionar el paquete, de la versio´n 2.2, en funcio´n de
la plataforma en la que se vaya a instalar. En el caso de este proyecto se ha
seleccionado la versio´n para Windows.
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Al ejecutar el archivo descargado se lanza un asistente para la instalacio´n,
que ira´ informando de todos los pasos necesarios para completarla.
Realizando estas acciones quedar´ıa instalado el servidor Apache, luego se
pueden hacer configuraciones manuales editando el fichero “httpd.conf”.
A.2. Instalacio´n de PHP.
La aplicacio´n web ha sido programada en lenguaje PHP, por tanto sera´ ne-
cesario tener corriendo un servidor que sea capaz de entender este lenguaje.
La versio´n de PHP en la que ha sido desarrollado es la 5.3.1. En la pa´gi-
na oficial de PHP existen manuales para configurar PHP en cada tipo de
servidor [26].
Para instalarlo hay que ir a la pa´gina oficial de PHP y descargar el paquete
con la versio´n indicada. Una vez descargado se debe extraer el contenido a una
carpeta en el servidor. Despue´s se copian todas las “dll” que se encuentran en
la carpeta recie´n descomprimida a la carpeta “system32” dentro del directorio
de instalacio´n de Windows.
Una vez copiadas, se debe editar el fichero “php.ini”, y se debe an˜adir al
final del fichero de configuracio´n de Apache los mo´dulos nuevos instalados,
para que e´ste los cargue al arrancar. Para ello se deben an˜adir las siguientes
l´ıneas al fichero “httpd.conf”:
LoadModule php5 module “path instalacio´n PHP/php5apache2 2.dll”
AddType application/x-httpd-php .php
PHPIniDir “path instalacio´n PHP”
Estas l´ıneas pueden varian en funcio´n de la versio´n descargada. El u´ltimo
paso, es incluir el directorio de instalacio´n de PHP en la variable de entorno
“PATH”. Siguiendo estos pasos, y tras reiniciar el servidor, ya se podr´ıa
comprobar el funcionamiento de aplicaciones desarrolladas con PHP.
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A.3. Instalacio´n de MySQL.
Tambie´n sera´ necesario tener configurado en el servidor la base de datos
que utiliza la aplicacio´n. En el proyecto se ha utilizado la versio´n MySQL
5.1.41.
Para su instalacio´n hay que ir a la pa´gina web oficial [14] y seleccionar
el instalador que hay para la plataforma Windows. Este instalador gu´ıa al
usuario en todos los pasos de la configuracio´n.
Una vez realizados todos los pasos, queda instalada la base de datos en
el servidor.
A.4. Instalacio´n del framework de Zend.
Para instalar el framework hay que obtener la u´ltima versio´n desde la
pa´gina de Zend Framework [37]. La versio´n sobre la que se desarrollo la
aplicacio´n es la v1.11.2, que era la ma´s actualizada a d´ıa 17 de Febrero de
2010.
Para realizar la instalacio´n hay varias alternativas, en funcio´n de la plata-
forma sobre la que se instalara´. Hay que seleccionar el paquete en la versio´n
que se necesite, ya sea para Windows (fichero zip) o para Linux (fichero tar).
Una vez copiado este paquete en el servidor hay que descomprimirlo en una
carpeta.
Al descomprimir el fichero se crea una nueva estructura de ficheros. En
ella aparece un directorio llamado “bin”. En esta carpeta se encuentran los
ejecutables del framework para los distintos sistemas operativas. Por tanto,
para que nuestro servidor sepa donde se encuentran estos ficheros, debemos
an˜adir la ruta hasta este directorio a la variable de entorno “PATH”. Gracias
a e´sto se puede trabajar con el framework, pudiendo ejecutar comandos por
l´ınea de comandos para crear y modificar los controladores y las acciones
actualmente desarrolladas.
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A.5. Instalacio´n del sistema de control de
versiones Git.
Para instalar Git hay que ir a la pa´gina oficial y descargarse la u´ltima
versio´n. Para este proyecto se ha utilizado la versio´n v1.7.4. Existe un fichero
ejecutable que lanza el instalador. El siguiente paso es indicar el directorio
donde se quiere instalar, y luego seleccionar que no cambie los finales de linea
de “CRLF” a “LF” para evitar problemas de compatibilidad.
Una vez que el instalador ha finalizado, ya esta´ copiado todo lo necesario
para trabajar con Git. El siguiente paso es configurar en PHP la ubicacio´n
donde se ha instalado Git. Para e´sto hay que editar el fichero “php.ini” y
an˜adir en la l´ınea “include path” la ruta absoluta hacia la carpeta “bin”,
que contiene el ejecutable del sistema de control de versiones. Esta carpeta
se encuentra en el directorio donde se ha instalado Git.
Estos son los pasos necesarios para que la aplicacio´n pueda interactuar
con el sistema de control de versiones.
A.6. Software para trabajar con ficheros
comprimidos.
Para poder descomprimir ficheros en el servidor, es necesario utilizar dos
programas, “unzip” y “unrar”. Para poder trabajar con ellos, u´nicamente hay
que descargar el fichero ejecutable desde el sitio Web de cada compan˜´ıa. Una
vez copiados en el servidor, hay que ubicar estos ficheros en una carpeta que
este´ incluida en la variable de entorno “PATH” de la plataforma, para que
la aplicacio´n desarrollada pueda localizarlos y poder interactuar con ellos.
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A.7. Instalacio´n de GeSHI para mostrar el
contenido de los ficheros
Para mostrar el contenido de los ficheros se utiliza una herramienta cono-
cida como GeSHI [10]. Para instalarla, hay que ir a la pa´gina web del proyecto
y descargar el fichero comprimido con el contenido del mismo. El contenido
de este fichero se tiene que descomprimir en una carpeta llamada “geshi”.
Esta carpeta debe estar ubicada en el directorio “PEAR” que se encuentra




B.1. Trabajos sobre los repositorios
B.1.1. Vista inicial
Esta es la vista a la que se accede despue´s de autenticarse correctamente
en la aplicacio´n. El primer listado que aparece muestra todos los proyectos a
los que el usuario puede acceder por ser el administrador, o por tener algu´n
tipo de permiso de acceso al mismo.
En todas las vistas aparece un menu´ horizontal en la parte superior, que
permitira´ moverse por la aplicacio´n de manera ma´s ra´pida.
Figura B.1: Vista inicial de la aplicacio´n.
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B.1.2. Listado de ramas creadas.
Esta es la vista a la que los usuarios acceden cuando seleccionan un pro-
yecto en la vista inicial. En ella se listan todas las ramas, con informacio´n
sobre el creador de la rama, la fecha de la u´ltima modificacio´n y tambie´n
una breve descripcio´n del trabajo que se realiza en el proyecto. En todas las
vistas se presenta tambie´n un menu´ con iconos que identifican cada una de
las acciones que se pueden realizar sobre el repositorio desde cada vista.
En esta vista las tareas que se pueden realizar sobre el repositorio son:
1. Acceder al contenido de una rama del proyecto.
2. Acceder al wiki del proyecto, donde poder compartir comentarios con
el resto de usuarios.
3. Realizar un checkout de una rama, es decir, crear una rama a partir de
otra ya existente. Al seleccionar esta opcio´n, aparecera´ un campo de
texto donde el usuario introducira´ el nombre de la nueva rama. Esta
rama tendra´ el mismo historial que la rama origen, por lo que las dos
cabeceras apuntara´n a la misma versio´n.
Figura B.2: Vista con el listado de las ramas de un proyecto.
Si el usuario que accede a esta vista es el administrador del proyecto,
usuario que lo ha creado, podra´ realizar dos tareas de gestio´n adicionales:
1. Gestionar los permisos de acceso al proyecto.
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2. Editar el fichero que contiene las reglas de los ficheros que el sistema
de ignorar cuando se realizan los commits.
Figura B.3: Vista con el listado de ramas como administrador.
B.1.3. Listado de las versiones almacenadas.
Cuando se selecciona una rama, se accede a esta vista donde se presen-
ta una tabla con informacio´n de las diferentes versiones almacenadas en el
resositorio. De cada una de las versiones se muestra el tiempo transcurrido
desde que se genero´ el commit, el autor y la descripcio´n de la misma.
Desde esta vista todos los usuarios pueden realizar una serie de acciones
sobre los proyectos. Las principales acciones son:
1. Generar una nueva versio´n. Se muestra un formulario con los datos
necesarios para poder realizar un nuevo commit.
2. Combinar la rama actual con la rama “master”. Esto lo que hace es
realizar un merge de la rama activa con la rama principal, volcando
todos los cambios sobre ella. A la hora de realizar esta accio´n, se pueden
provocar conflictos que deben ser solucionados manualmente. Esto se
solucionara´ en la vista...
3. Acceder al wiki de la rama, para compartir comentarios espec´ıficos de
la rama activa.
4. Descargar el contenido del proyecto en la versio´n seleccionada.
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5. Realizar un checkout de la rama activa. El usuario indicara´ el nombre
de la nueva rama.Con e´sto se crea una nueva rama, con el nombre que
indique el usuario. La cabecera de la nueva rama apuntara´ a la versio´n
que se haya seleccionado.
6. Seleccionando el hash de una de las versiones se accede al listado de los
ficheros incluidos en dicha versio´n.
Figura B.4: Vista con el listado de versiones de un repositorio.
B.1.4. A´rbol de directorios de una versio´n.
Al seleccionar una versio´n, se accede al a´rbol de directorios con el conteni-
do del proyecto en ese instante. En esta vista se muestra una breve descripcio´n
con datos de la versio´n, el a´rbol de directorios, y un menu´ con las opciones
que se pueden realizar. Estas acciones son las siguientes:
1. Ver el a´rbol de directorios con todos los ficheros que contiene la versio´n
actual.
2. Mostrar en el a´rbol de directorios u´nicamente los ficheros que han sido
modificados en la versio´n actual.
3. Acceder al contenido de un fichero, haciendo click sobre su nombre.
4. Descargar el contenido de la versio´n seleccionada.
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Figura B.5: Vista con el listado de los directorios y ficheros de una versio´n.
B.1.5. Contenido de un fichero
Desde el a´rbol de directorios, mostrado en la figura B.5, se puede seleccio-
nar un fichero para acceder a su contenido. Adema´s de mostrar el contenido
del ficheros, desde esta vista se puede acceder a la vista que presenta las
diferencias entre el fichero y otra versio´n anterior.
La aplicacio´n utiliza un plugin que muestra el texto con determinados
colores en funcio´n de la extensio´n del fichero.
Figura B.6: Vista con el contenido de un fichero.
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B.1.6. Diferencias de un fichero entre dos versiones.
Esta vista muestra las diferencias entre dos versiones de un fichero. El
usuario puede escoger la versio´n con la que se comparara´ el contenido del
fichero en el estado activo. En la parte superior se muestra tambie´n un breve
resumen con la informacio´n del fichero, y una lista desplegable con todas
las versiones que tienen alguna modificacio´n respecto a la versio´n activa del
fichero. Los usuarios pueden escoger entre cualquiera de estas versiones para
ver las diferencias existentes.
Figura B.7: Vista con las diferencias en un fichero entre dos versiones.
B.1.7. Creacio´n de nuevos proyectos.
Para crear un nuevo proyecto lo u´nico que se necesita es el nombre del
mismo y un fichero comprimido, con extensio´n ZIP, que contenga los fiche-
ros del nuevo proyecto. En el servidor se recogen las nuevas peticiones y la
aplicacio´n WEB realiza las siguientes acciones:
1. Se inserta en la base de datos una nueva entrada con los datos necesarios
del nuevo proyecto: t´ıtulo, nombre e identificador del autor y la fecha
de creacio´n.
2. Mediante una llamada a Git, por l´ınea de comandos, se inicia el nuevo
repositorio. Para identificar al repositorio se utiliza el “id” de la fila
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insertada previamente.
3. Una vez iniciado el nuevo repositorio, se descomprime en e´l todo el
contenido del fichero comprimido que se recibe en la peticio´n http.
4. Se realiza el primer commit, an˜adiendo todos los ficheros nuevos que se
han descomprimido previamente en el repositorio. Esto se realiza con
una llamada por l´ınea de comandos. Si el usuario a rellenado el campo
con el texto para el primer commit se le indicara´ e´ste a Git, en caso
contrario se coge uno por defecto.
Una vez realizados todos estos pasos, el nuevo repositorio queda creado y
alojado en el servidor, y ya se puede empezar a interactuar con el proyecto.
B.1.8. Ficheros ignorados al realizar commit.
El sistema de control de versiones se puede configurar para que tenga en
cuenta las reglas incluidas en un fichero para que sean ignoradas a la hora
de hacer commit. Si Git no debe controlar los cambios sobre ficheros de una
determinada extensio´n, o con un determinado nombre, se debe acceder a esta
vista e incluir las reglas que se deban tener en cuenta.
Figura B.8: Ficheros ignorados en los commits.
B.1.9. Mantenimiento de las versiones.
Para almacenar nuevas versiones en un proyecto el usuario debe completar
una serie de pasos:
1. Seleccionar un fichero comprimido con los ficheros que van a incluirse
en la nueva versio´n. Cuando se selecciona este fichero, se realiza una
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peticio´n ajax as´ıncrona al servidor mediante jQuery. El servidor al
recibir esta peticio´n clona el proyecto y descomprime el contenido del
fichero subido en el directorio de trabajo del proyecto clonado.
2. Tras rellenar el formulario con los datos de la nueva versio´n: t´ıtulo,
descripcio´n y seleccionar si se quieren buscar ficheros eliminados en la
nueva versio´n se env´ıa el formulario al servidor.
3. Se consulta el estado del repositorio, para ello se hace una llamada
por l´ınea de comandos y se parsea la respuesta que se obtiene. Con
esto se genera un array con el listado de todos los ficheros an˜adidos,
modificados y eliminados, estos u´ltimos si se ha seleccionado la opcio´n
de controlar los ficheros eliminados.
4. Se presenta el listado de ficheros distinguiendo el estado cada uno y
dando la opcio´n, mediante un checkbox, de seleccionar todos los cambios
que se van a incluir en la nueva versio´n.
B.2. Usuarios e intercambios de mensajes.
B.2.1. Listado con los usuarios registrados
Muestra informacio´n de todos los contactos registrados en la aplicacio´n,
indicando su nombre, direccio´n de correo y mostrando su imagen si el usuario
la ha subido pre´viamente.
Figura B.9: Listado de los usuarios registrados.
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B.2.2. Listado con los grupos creados.
Esta vista muestra el listado de los grupos creados organizados en grupos
creados por el usuario que esta´ utilizando la aplicacio´n, grupos pu´blicos, y
otra con el listado de los grupos de los que ya es miembro el usuario.
Desde esta vista los usuarios pueden crear nuevos grupos, unirse o aban-
donar un grupo ya existente, y acceder al a´rea de administracio´n de los grupos
que hayan creado.
Figura B.10: Listado de grupos registrados en la aplicacio´n.
B.2.3. Buzo´n de mensajes.
En esta vista se accede a un listado con los mensajes que el usuario
ha recibido. Desde esta vista se puede responder o eliminar los mensajes
recibidos.
Figura B.11: Listado de mensajes recibidos.
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B.3. Permisos de acceso.
Esta vista presenta el listado de los usuarios que tiene permisos para
acceder al repositorio y realizar cambios en el mismo. Un usuario puede
acceder al repositorio por tener permisos e´l mismo, o por pertenecer a un
grupo que tenga permisos de acceso. Desde esta vista se podra´ permitir o
bloquear el acceso a los usuarios, y agregar o eliminar grupos al listado de
grupos permitidos.
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