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El presente trabajo aborda el desarrollo de una metodología para el control de los 
movimientos de un robot industrial del tipo cartesiano. Para ello cumple con la 
programación de una tarjeta de desarrollo basado en FPGA con procesadores embebidos 
De0_Nano_SoC y una PC, con la finalidad de posteriormente integrarlos a una máquina 
CNC Joyo – 2020. Los pasos seguidos son, primero, el análisis estructural utilizando el 
software Solidworks de la máquina CNC. Segundo, un modelamiento cinemático basado 
en la estructura analizada en el paso previo, con el respectivo modelado de planificación de 
trayectorias usando un interpolador cúbico, un algoritmo de generación de velocidades 
angulares propuesto por David Austin y un algoritmo de procesamiento digital de 
imágenes propuesto por el autor, orientado al establecimiento de trayectorias a partir de 
imágenes .jpg o .png. Tercero, la simulación de los modelos del paso anterior usando el 
software Matlab. Cuarto, corroborada la utilidad de los modelos matemáticos y 
algorítmicos, se procede con el diseño del hardware para la generación de pulsos de los 
motores paso-paso, usando un lenguaje de descripción de hardware, el VHDL para la 
programación del FPGA; y del hardware para el acondicionamiento de los sensores de 
final de carrera. Quinto, la programación de los procesadores de la tarjeta, denominados 
HPS (hard processor system), instalando primero en éste el sistema operativo Ubuntu 
14.04.4, para luego desarrollar el programa «cerebro» del robot, haciendo uso del lenguaje 
C. Sexto, la programación de la interfaz gráfica de usuario, con la que podrá el operario 
ordenar al robot el trabajo requerido; se hace uso del Visual Studio .Net, con el lenguaje de 












The present Project is about a methodology for the control of the Cartesian industrial 
robot’s movements using a SoC FPGA and a PC both integrated with a CNC machine 
called JOYO – 2020. The steps developed are as follow, first, is realized a structure 
analysis of the CNC machine using Solidworks software. Second, a kinematics modeling 
based on the structure analyzed in the previous step, added to this a trajectory planning 
modeling using a cubic splin interpolator, an algorithm for generating angular velocities 
and a digital image processing oriented to stablishing trajectories from .jpg or .png images. 
Third, the simulation of all models of the previous step using Matlab software. Forth, 
corroborated the usefulness of the mathematical and algorithmic models is necessary the 
hardware design for stepper motor’s pulses generation, using VHDL for programming the 
FPGA, and the hardware design for conditioning of end-of-stroke sensors. Fifth, the 
programming of the SoC FPGA’s hard processor system, using an Ubuntu 14.04.4 
operating system and the DS-5 ARM integrated design development with the C language. 
Sixth, the graphical user interface programming using Visual Studio .Net and Visual Basic 
language, that is necessary for the communication between the user and de robot. Finally 
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1.1. Realidad problemática 
Desde mediados del siglo XVIII, inicios de la primera revolución industrial, la 
técnica se ha presentado como un importante factor de cambio mundial, en el 
que involucra la transformación de la materia para el consumo de la población, 
lo que se relaciona con la mejora de la calidad de vida de las personas y su 
desarrollo en la sociedad. En el transcurso de los años hasta la actualidad, ha 
habido cambios vertiginosos en el modus vivendi de la gente, si se tiene en 
cuenta, desde la cultura griega, las diferentes transiciones en las etapas del 
hombre.  
 
Actualmente la tecnología ha permitido el desarrollo de máquinas capaces de 
realizar los trabajos en la industria que el hombre sufría, los tediosos procesos 
repetitivos, e incluso mortales. Estas máquinas, como ya se sabe, son conocidas 
mundialmente como Robots Industriales.  
 
Mundialmente la venta de estos dispositivos en 2014 se incrementó en 29%, 
dicho en unidades, a 229’261; de lejos el más alto nivel nunca antes recaudado 
en un año. Para entender mejor estas cifras, entre el 2005 y 2008, el número 
promedio anual de robots vendidos fue aproximadamente de 115’000 unidades. 
Y entre el 2010 y 2014, el número asciende a las 171’000 unidades. Esto es un 
incremento de más o menos 48 % y un claro signo de la relevancia de la venta 
de los Robots industriales a nivel mundial. Por si fuera poco, se estima un 
crecimiento al 2018 de una venta anual de 400’000 unidades (International 
Federation of Robotics, 2015). 
 
Según se observa en las estadísticas, el aumento de las ventas de dispositivos 
robóticos industriales pone de relieve, tanto intereses empresariales como 
académicos. Los unos para el desarrollo de nuevas y mejores tecnologías 
robotizadas que apuesten por la optimización de sus algoritmos, el hardware y 
la mecánica con la finalidad de abaratar costos y producir más sin descuidar la 
calidad de los productos. Los otros para los convenios con la industria y el 




Visto desde ambas ópticas, el estudiante tiene un fuerte lazo y compromiso, 
dejando de lado las motivaciones personales, no solo para con su país, sino que 
también con la generación de conocimientos mediante las investigaciones 
científicas relacionadas a este tema. 
 
En la actualidad la metodología para controlar los movimientos de un Robot 
industrial, a un nivel universitario de pre-grado, aún no se ha elaborado 
teniendo en cuenta un riguroso procedimiento para integrar los diferentes 
conocimientos que esta tecnología involucra. A continuación se mencionan, a 
groso modo, los pasos para desarrollar y construir un Robot industrial  –
propuestos por Fiestas, Figueroa y Prado (2013) –, con lo que se observará el 
porqué de la relevancia del control de los movimientos del Robot industrial: 
 
a) Diseño en CAD y simulación de la mecánica del Robot. 
b) Modelamiento cinemático y dinámico del Robot en base a la información 
mecánica. 
c) Desarrollo de una interfaz gráfica para el control del Robot, incluidos 
controladores. 
d) Simulación de los movimientos del Robot utilizando lo logrado con los tres 
conocimientos anteriores. 
e) Elección de los elementos del Robot: motores, sensores, dispositivos de 
seguridad, etcétera.  
f) Implementación de la mecánica. 
g) Diseño e implementación de las tarjetas de comunicación, control y potencia.  
 
Se resaltan dos puntos importantes ante los conocimientos listados líneas 
arriba. El software para el modelamiento matemático del Robot y el del control 
del mismo (ítems «b» y «c»). Modelamiento y control. Se los menciona ya que 
generalmente obedecen a una configuración específica de Robot. Esto es, no se 
pueden adquirir en el mercado, o en todo caso, los costos de adquisición son 
elevados. En el ítem «a» el software CAD es indispensable, y el desarrollo de 
uno de esos prácticamente está fuera de los intereses de las ingenierías 
relacionadas al tratamiento de las señales eléctricas. En «d» es una 
consecuencia de los tres primeros. En «e» se tienen elementos estándar que se 
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pueden conseguir muy fácilmente en el mercado y a costos comprensibles. «F» 
es relativo a las máquinas que se utilicen para la manufactura de las partes, de 
hecho, es una parte bastante delicada, que puede cambiar, si es que no se 
realiza correctamente atendiendo a altas precisiones, los trabajos relacionados 
al diseño y modelamiento; es recomendable si es que no se van a utilizar 
máquinas especializadas para la manufactura de las partes, comprar la 
estructura hecha del Robot, con mucho más razón si se habla de uno industrial. 
Para «g» sucede lo mismo que en «e», el hardware, las tarjetas involucradas 
han sido muy bien desarrolladas a nivel mundial por empresas de diferentes 
categorías en lo relativo a los costos; es un mercado bastante desarrollado en el 
que más bien se debe hacer hincapié en abordar tarjetas de mayores y óptimas 
prestaciones que han pasado por mucho, por ejemplo, a los microcontroladores 
PIC, ATMEGA –y sus desarrollos con el Arduino–, DSP’s y entre otros. Me 
refiero pues, a los FPGA (en inglés, Field Programmable Gate Array).  
 
Volviendo a lo relacionado a los ítems «b» y «c», el mayor trabajo se concentra 
en el desarrollo de dos softwares. Uno que permita ayudar a modelar con la 
matemática necesaria los movimientos del Robot industrial. Otro, relacionado a 
la interfaz gráfica de usuario, que permita al operario programar los 
movimientos del efector final del Robot, la herramienta de trabajo. Se los 
nombra de manera independiente, sin embargo no quiere decir que ambos 
deban estar separados, por lo que  pueden ser parte de un software más 
compacto y robusto dedicado al control de los movimientos de un Robot 
industrial. 
 
1.2. Delimitación del problema 
Ante las necesidades expuestas, el presente trabajo se plantea la problemática 
de abordar una metodología para el control de los movimientos de un Robot 
industrial. 
 
1.3. Características y análisis del problema 
Dos características son fundamentales en el problema: 1) El software para el 
modelamiento matemático del robot industrial y 2) la interfaz gráfica de 
usuario para el control del robot. 
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1) Software para el modelamiento matemático del Robot industrial: un 
software que cumpla con este tipo de función es complicado encontrarlo en 
el mercado, sino imposible, o hallarlo a un costo elevado. Sucede que su 
aplicación es especializada, obedece según una configuración de Robot 
industrial (Articular, Scara, Cilíndrico, Cartesiano, paralelo, etcétera). No 
obstante existen herramientas, o mejor conocidas como toolbox, que se 
presentan como funciones en un entorno de programación. Uno de los 
entornos más conocidos orientados a la ingeniería es el Matlab, donde 
Corke (2015), expone en su libro una amplia gama de funciones para 
modelar Robots industriales y de servicio, móviles y voladores. El toolbox 
de modelamiento matemático para Robots de Corke, en general, contiene 
funciones para modelar las diferentes partes que conciernen a la Cinemática 
y Dinámica utilizando diferentes teorías. El problema con esto es que la 
utilización de dichas herramientas se complica al encontrar gran cantidad 
de funciones que si uno desea rápidamente modelar un Robot industrial, 
tiene que pasar por un proceso previo de estudio de las funciones, aparte de 
haber estudiado, eso sí, obligatoriamente la teoría. Incluso, ya que de hecho 
las funciones tienden a ser especializadas-generalizadas –utilizan una teoría 
en específico a profundidad que se pueda aplicar de diferentes formas a 
varios tipos de configuraciones de Robots– el número de usos de éstas 
aumentan cuando para solucionar un problema de modelado se requieren de 
diferentes teorías matemáticas. Veamos. ¿Para modelar, por ejemplo, la 
Cinemática, qué pasos se han de seguir? Ésta se dedica a los movimientos 
del Robot prescindiendo de las fuerzas que actúan para el logro de los 
mismos, según Barrientos, Peñín, Balaguer y Aracil, (2007, p. 119). La 
solución del mismo, abordado por E. Fiestas et. al. (2013, p. 98), enumera 
los pasos del análisis cinemático de la siguiente forma: (a) Cinemática 
Directa, (b) Cinemática Indirecta, (c) Jacobiano Directo, (d) Jacobiano 
Indirecto, (e) Interpolación de trayectorias. Cinco pasos que utilizando el 
toolbox de Corke, en promedio se usarían por cada uno de ellos, dos 
funciones. Al final tenemos 10 funciones, que traducidos a pasos, nos dan 
10 pasos por modelo. Esto, para los fines que busca el presente proyecto, es 
una característica mejorable. Teniendo en cuenta que se requiere de un 
software para un Robot industrial que simplifique, u optimice, el proceso 
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de modelamiento, con el fin expreso de evitar invertir mucho tiempo en el 
modelado y concentrarnos en los trabajos que pueden realizarse con el 
Robot industrial. 
2) Interfaz gráfica de usuario para el control del Robot: básicamente este tipo 
de software otorga herramientas que ayudan a crear, programar y simular 
robots en el entorno en el que se desenvuelven. Por lo que se observa en 
ABB, 2015, en una programación online se puede supervisar, instalar, 
configurar y programar un controlador de robot real. Por otro lado, en 
KUKA, 2015, se tiene que un entorno homogéneo de desarrollo offline el 
software tiene que permitir reprogramar, configurar, modificar, 
diagnosticar, probar, archivar  y cargar los programas de un Robot. 
Haciendo un resumen de lo que estas dos grandes empresas líderes en la 
producción y venta de Robots industriales, se tienen dos modos de 
interacción con el Robot: online y offline. En la primera se orienta más que 
todo a la supervisión, es decir, a lo relacionado a un Robot, al monitoreo 
del estado y evolución de los motores de las articulaciones, las trayectorias 
que ejecuta el efector final y configuraciones inmediatas del Robot, como 
pueden ser el apagado de emergencia y activación de dispositivos de apoyo 
(ventiladores, señales de advertencia, etcétera). En la segunda, con el Robot 
en reposo, a la programación del mismo, para la ejecución de sus tareas. 
Tanto ABB como KUKA son empresas líderes en la manufactura de 
Robots industriales, tales empresas venden sus softwares o los pueden 
entregar, como parte de un convenio, a las universidades. Esto último, sin 
embargo, no pasa de ser una estrategia para condicionar a las empresas, a la 
industria secundaria (manufactura) a adquirir los softwares privativos, o en 
todo caso, a las universidades a contentarse con éstos. Naturalmente es un 
negocio, y los líderes, lo dominan a su antojo. Sin embargo, el problema no 
está en la dependencia a estos, sino que estriba, más bien, en las grandes 
limitaciones de estos softwares para saber qué hay detrás de ellos, con qué 
código fuente están constituidos. En la educación, de acuerdo a lo que dice 
R. Stallman (2015), muy aparte del ahorro económico, «el software libre 
anima a todos a aprender. La comunidad del software libre rechaza el 
‘sacerdocio de la tecnología’, que mantiene al público en general en la 
ignorancia acerca del funcionamiento de la tecnología […]». Por otro lado, 
6 
 
la federación de software libre (FSF, por sus siglas en inlgés) estipula las 
siguientes «libertades» que determinan si un software es libre o no: 1) 
libertad de ejecutar el programa como sea, con cualquier propósito; 2) 
libertad de estudiar cómo funciona el programa, y cambiarla para que uno 
haga lo que quiera; 3) libertad de redistribuir copias para ayudar al prójimo; 
y por último, 4) libertad de distribuir copias de las versiones modificadas a 
terceros. 
1.4. Formulación del problema 
¿Cómo controlar los movimientos de un robot industrial? 
 
1.5. Formulación de la hipótesis 
La programación de un módulo FPGA DE0 Nano de Altera y una PC, y la 
integración de estos con una máquina CNC de bajo coste, permiten el 
desarrollo de una metodología para el control de los movimientos de un Robot 
industrial. 
 
1.6. Objetivo del estudio 
1.6.1. Objetivo general 
Desarrollar una metodología para controlar los movimientos de un 
Robot Industrial utilizando un módulo FPGA De0_Nano_SoC de 
Altera, una PC y una máquina CNC de bajo coste. 
 
1.6.2. Objetivos específicos 
- Estudiar las principales características mecánicas de un Robot 
industrial del tipo cartesiano. 
- Identificar las variables y constantes mecánicas más resaltantes de la 
máquina CNC de bajo coste relacionadas con las características de 
un Robot Cartesiano. 
- Desarrollar la metodología del control de los movimientos del Robot 
Cartesiano utilizando la PC, el módulo FPGA y la máquina CNC con 
las variables previamente identificadas. 





1.7. Justificación del estudio 
Ante el creciente uso de los Robots industriales a nivel mundial se requiere de 
un procedimiento que guíe al estudiante al entendimiento general de cada una 
de las partes que constituyen un Robot orientado a los trabajos de manufactura. 
La comprensión de los conocimientos que integran estas máquinas involucran 
diferentes áreas que en el desarrollo académico se van adquiriendo. Ya sea por 
el área de la electrónica de potencia, el procesamiento digital de señales, la 
instrumentación industrial, el control por computadora, los protocolos de 
comunicación, las matemáticas, la física, la filosofía, la inteligencia artificial, 
entre otros. La necesidad de integrar estos conocimientos y darle forma bajo las 
directrices de un sistema autónomo, eficiente y eficaz, debe ser abordada con el 
cuidado y la precisión de un trabajo de investigación. De este modo el 
estudiante que acceda a este proyecto, tendrá una perspectiva clara, dotado de 
la capacidad de profundizar en el funcionamiento de dispositivos robóticos y 
de la interacción con los mismos para el trabajo asistido hombre-máquina en 
planta, o simplemente, automatizado. 
 
1.8. Limitaciones del estudio 
El presente trabajo solo abarca, en cuanto al modelamiento matemático, un 
estudio cinemático, ya que con la finalidad de simplificar la amplia gama de 
campos involucrados, se aprovechan las ventajas de precisión y sencillo control 
de los motores paso-paso. En este sentido se tiene, pues, una control 
monoarticular de lazo abierto, por lo que se prescinde, además, de una señal de 
realimentación. Esta característica puede ser limitada si es que se utilizarían 
motores paso-paso con un encoder acoplado para mejorar el control del 
movimiento de la herramienta del robot. 
 
Por otro lado, si bien es cierto que se hace uso de procesamiento digital de 
imágenes para mecanizar los dibujos realizados por un editor de imágenes, es 
una limitación el no abordar diferentes formatos de diseños CAD 
estandarizados por la industria. Es ésta también una característica a mejorar. 
 
Pese a que la tecnología de la tarjeta de desarrollo (De0_Nano_SoC) es 
utilizada es de muy altas prestaciones, pudiendo uno desarrollar aplicaciones 
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para que sea controlado el robot desde una página web o un dispositivo móvil, 
debido al tiempo, está aún en proyecto poder extender la aplicabilidad del 
prototipo robótico a la nube de la internet, según el concepto del Internet de las 
Cosas (IoT, siglas en inglés). 
 
Otra de las limitaciones es el estudio de las velocidades generadas por los 
controladores de los motores paso-paso. Se puede profundizar dicho estudio 
utilizando como se mencionó líneas arriba un encoder acoplado a los motores, 
de tal modo que pueda registrarse la velocidad angular de los mismos. 
 
2. MARCO TEÓRICO 
2.1. Antecedentes 
Autor: Rubén Darío Godoy Hernández, Willy Rodríguez Quintero 
Tema: Diseño y Modelamiento de un Robot Cartesiano para el 
Posicionamiento de Piezas 
Universidad de la Salle, Colombia 
2007 
 
Este trabajo empieza destacando la importancia del laboratorio de 
Automatización y Robótica con el que cuenta la Universidad de la Salle. El 
laboratorio de encuentra dotado de una sistema de manufactura integrado por 
computadora (CIM, por sus siglas en inglés), como propuesta académica para 
reforzar el desempeño de los estudiantes en miras de afrontar las necesidades 
de la industria, que por la competencia, requiere de la optimización de sus 
procesos productivos. 
 
Aporte: Las principales celdas con las que cuenta el laboratorio son: 
Alimentación, Manufactura, Procesos y Control de Calidad. Todas 
automatizadas. Sin embargo, el sistema de producción, una vez obtenido el 
producto, no cuenta con un almacenamiento adecuado, un AS/RS (Automatic 
Storage and Retrieval System). Esta falta origina en el proceso productivo del 
laboratorio un cuello de botella para el almacenamiento de lo manufacturado. 
Por tal motivo, en el presente trabajo, se diseña y modela el módulo de 
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almacenamiento totalmente automatizado, utilizando un Robot Cartesiano de 
tres grados de libertad. 
 
Los autores concluyen que gracias a los diseños realizados en cada una de las 
etapas mecánicas, electrónica de potencia y actuadores, se logró reducir los 
costos para el desarrollo y construcción del Robot, ya que ayudó a la selección 
y utilización de los elementos más adecuados.  
 
Autor: I. Aris, A.K.M. Parvez Iqbal, A.R. Ramli & S. Shamsuddin 
Tema: Design and Development of a Programmable Painting Robot for 
Houses and Buildings 
Universidad Tecnológica de Malaysia, Malasia 
2005 
 
El presente trabajo primero destaca la finalidad de un robot para incrementar la 
velocidad y mejorar la exactitud de las operaciones en la industria. 
Posteriormente destaca las diferencias entre la industria de manufactura y la de 
construcción como campos de acción de diferentes tipos de Robots. En primer 
lugar, la diferencia de los peligros existentes. En el caso de la industria de la 
construcción se presentan el trabajo constante en una posición vertical, 
especialmente para el pintado, limpiado y atornillado de los techos, lo cual 
puede ser peligroso para los ojos. En segundo lugar, diferencias en cuanto al 
desenvolvimiento del Robot. Mientras que en la industria manufacturera un 
Robot se mantiene a lo mucho en la línea de producción, con sus excepciones, 
el Robot de la industria de la construcción debe trasladarse dentro y fuera de la 
edificación. En tercer lugar, este último debe tener mayor capacidad para el 
procesamiento en tiempo real, por el hecho de que está en constante 
movimiento en entornos no estructurados.  
 
La implicancia de la robótica en el campo de la construcción origina un ahorro 
del 30% y una reducción de costos de labor de 50%, según lo que cita el 
trabajo. Para una mejor gestión de la tecnología se requiere de un sistema de 
gestión de información computarizada, la que controlaría el inventario de los 




Aporte: De acuerdo a las técnicas usadas en las soluciones robótica en este 
campo, las relacionadas con el pintado presentan dificultades en la 
manipulación de ejes largos delgados, los que son utilizados para alcanzar 
lugares altos y amplios; para lo cual el uso de brochas o rodillos, requieren de 
habilidades más complejas para lograr los tiempos de operación esperados; 
además pueden originar problemas de irregularidad, marcas de brocha y el 
gasto excesivo de pintura. No obstante, la manipulación directa de los ejes 
largos delgados acoplados con un spray, consigue un acabado de manera más 
eficaz y eficiente. Bajo esta premisa, se desarrolla el Robot Cartesiano para 
pintado de casas y edificaciones.  
 
Los resultados muestran que el Robot Cartesiano logró terminar una pared de 
46 m2 en 3.5 horas, siendo la calidad del trabajo suave y constante. 
Manualmente dicho proceso demora 1.5 horas más y la calidad es inferior. 
Además el trabajo del Robot y el obrero finalmente costó $94.25 y $139.5 
respectivamente. 
 
Autor: Yoshimico Koseki, Tatsuo Arai & Kouchi Sugimoto 
Time: Design and Accuracy Evaluation of High-Speed and High Precision 
Parallel Mechanism  
Osaka University, Japan 
1998 
 
El actual trabajo empieza advirtiendo que los Robots manipuladores si bien es 
cierto que han contribuido al avance de la automatización de maquinado, aún 
en el proceso de montaje, todavía existen complicaciones. Realizaron una 
encuesta para detectar los problemas de la robótica convencional y los 
requerimientos del futuro del mismo. Los resultados arrojaron lo siguiente: 
a. Alta velocidad de movimiento en control de fuerzas y trayectorias. 
b. Exactitud de posicionamiento absoluto.  
c. Programación económica y simple. 
d. Aplicación simple en tareas de montaje. 




Aporte: Ante tales requerimientos proponen al Robot Paralelo como reemplazo 
del brazo Robot para las tareas de ensamblado por lo que presenta una buena 
exactitud de posicionamiento y por su rigidez, hábiles movimientos de carga, 
buenas dinámicas de movimiento y altas capacidades de carga útil. 
 
Para mejorar la precisión de los movimientos utilizaron un método de 
calibración basada en un láser de rastreo coordinado, lo que les permitió lograr 
la reducción del error promedio hasta 0.3 mm. 
 
Autor: Mehmet Fatih Isik and Mustafa Resit Haboglu 
Tema: Design and Implementation of Real time Monitoring and Control 
System for Robots Arms Used in Industrial Applications 
Hisit University, Turkey 
2012 
 
Se empieza recalcando, en el presente proyecto, que la reducción de personal 
en los procesos automatizados requiere de un sistema de monitoreo remoto 
adecuado, de tal manera que se pueda obtener un rápido, confiable y eficiente 
proceso de manufactura.  
 
Aporte: Convienen, a la par de numerosos estudios al respecto que citan, en el 
monitoreo y control de los motores eléctricos como solución, por el motivo de 
que son los múltiples motores que trabajan en simultaneo los que ejercen el 
trabajo en planta, más aún en un proceso de manufactura robotizado. Para ello 
desarrollaron un sistema SCADA para la monitorización y el control del brazo 
Robot. 
 
Autor: Pablo A. Cazco S., Johhn A. García C. 
Tema: Diseño y Construcción de un Prototipo de robot Cartesiano para 
Tareas de Clasificación por Peso 





El objetivo de la presente tesis es desarrollar una herramienta basada en un 
PLC y un Robot, con la finalidad de aportar a la solución de las necesidades 
que la industria ecuatoriana está pasando, relacionadas a la agilización de los 
procesos de producción, la eliminación de los tiempos muertos, tiempos de 
bodega, reducción de riesgos de accidente, etc. El desarrollo de este proyecto 
también está orientado a complementar los conocimientos de los estudiantes de 
la facultad de Ingeniería Mecánica, para que tengan un acercamiento práctico 
con las nuevas tendencias tecnológicas, a la vez de dejarlas a disposición de ser 
mejoradas.  
 
Aporte: Se analiza en este trabajo la resistencia de la estructura, la cinemática, 
una dinámica monoarticular de un Robot Cartesiano, las fuerzas implicadas en 
una faja transportadora y el principio de funcionamiento de un sensor de peso 
con la finalidad de implementar el sistema de clasificación por peso. Se incluye 
un PLC de la familia Micrologix 1100 serie A de Allen Bradley con el software 
RSLogix 500 para el control y monitoreo del sistema. 
 
Autor: Emmanuel Nyameke 
Tema: Feasibility Study of Implementing an Industrial Robot for 
Induction Hardening Machine 
University of Applied Science, Finland 
2013 
 
El objetivo principal de la presente tesis fue estimar los análisis de costos de 
implementar un Robot industrial para el suministro de materia prima a una 
máquina de inducción en la empresa transnacional finlandesa, Bodycote. Esta 
máquina trabaja 8 horas al día gracias a un obrero encargado de proveer los 
insumos, sin embargo existen retrasos en los tiempos de entrega cuando el 
pedido pasa los límites de tiempo de trabajo del obrero. Para tales casos se 
requiere que la máquina permanezca trabajando, por lo ende es necesario un 
nuevo turno. En torno a esta problemática, el autor propone el uso de un Robot. 
Se plantea las siguientes preguntas: 
a. ¿Cuán rentable sería implementar un Robot industrial para una máquina 
pequeña de endurecimiento por inducción en Bodycote? 
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b. ¿Cómo puede el Robot incrementar los tiempos de entrega en Bodycote? 
c. ¿Cómo afectará el Robot el entorno de trabajo en Bodycote? 
 
Aporte: Después de hacer un estudio de los diferentes tipos de Robot 
industriales, por el número de grados de libertad y sus funcionalidades, fue 
elegido el Brazo Robot. Uno que dentro de sus características cuente con una 
carga útil de mínimo 6 Kg. Pequeño, liviano, bastante adecuado para que se 
adapte a los reducidos espacios del entorno, ya que, además, los materiales a 
manipular son generalmente pequeños y ligeros.  
 
Según cálculos y simulaciones pertinentes, se llegó a la conclusión de que 
efectivamente, el Robot elegido, sí implica una mejora productiva y económica 
en la empresa. En 1500 horas, el robot consigue un total de piezas trabajadas de 
90’000, mientras que el obrero, 73’125. Además hay un ahorro de costos fijos 
de 11’000 euros. Y si es que la empresa produce 120’000 piezas, se logra un 
ingreso de 132’000 euros, superior a los 121’000, utilizando la mano de obra. 
 
Autores: Mario A. López V., Luis F. Gonzáles A., Luis H. Rodríguez A. 
Tema: Robot Cartesiano con Aplicaciones en Cortes de Lámina 
Universidad Autónoma de Zacatecas, México 
2008 
 
El problema que aborda este trabajo está relacionado con la industria de metal-
mecánica de Zacatecas. En el proceso de corte de láminas de acero, los trabajos 
se realizan de forma manual. Esto origina complicaciones por los tiempos de 
retardo, precisión insuficiente y problemas con trabajos más elaborados. Ante 
ello la industria de metal-mecánica se encuentra estancada. Es por eso que esta 
tesis propone el desarrollo y construcción de un Robot Cartesiano como una 
alternativa de automatizar el proceso. De esta manera la industria zacatecana se 
va optimizando para conseguir el nivel necesario que exige la competencia 
actual. 
 
Aporte: La característica más relevante de este proyecto es que cuentan con un 
conversor de archivos DXF, el cual contiene las curvas del diseño en CAD, a 
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un formato entendible por Microsoft Excel, donde se muestran las coordenadas 
del dibujo y que son usadas, posteriormente, por su software de desarrollo para 
el control de movimientos del robot. Además el control de los motores es de 
lazo cerrado. Utilizan un control Proporcional-Derivativo. Los resultados por 
momentos no son tan alentadores al observar errores de hasta 4 mm, por lo que 
recomiendan utilizar un control adaptativo. 
 
Autores: José L. López S., Misael Alcamilla S., Juán F. Domínguez V. 
Tema: Robot Cartesiano: Seguimiento de Trayectorias Irregulares 
Arbitrarias Mediante Computadora 
Universidad Autónoma del Estado de Hidalgo, México 
2007 
 
El presente trabajo de investigación se plantea el reto de construir un Robot 
Cartesiano que sea capaz de trazar trayectorias fieles al diseño establecido por 
los códigos Gerber para el ruteado de tarjetas electrónicas. Esto en vista a la 
creciente necesidad de contar con máquinas que realicen este tipo de trabajos 
en su región, orientados al trazado de trayectorias irregulares.  
 
Aportes: Se desarrolla un Robot Cartesiano en base a motores paso-paso, a 
razón de que les permite movimientos precisos. Consiguen desarrollar una 
interfaz gráfica con Visual Basic que les permite generar los pulsos para los 
motores por medio del puerto paralelo. Aunque, finalmente, su proyecto 
consigue resultados parciales, ya que encontraron problemas de resolución con 
el lenguaje de programación Visual Basic, de tal forma que sus curvas no 
cumplen con la calidad esperada. 
 
2.2. Bases teóricas 
2.2.1. El robot industrial 
El amplísimo universo de la robótica tuvo su big bang a inicios de la 
década de 1920 con la obra del dramaturgo checo Karel Capek llamada, 
«Rossum’s Universal Robots». A partir de dicho acontecimiento 
diversas manifestaciones artísticas fueron dando forma al constructo 
imaginario en torno a los Robots, incluso determinaron leyes 
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fundamentales dispuestas a regir el accionar de las máquinas 
robotizadas con respecto a sus creadores. Pero no fue sino hasta inicios 
de los 60’s que el primer Robot industrial fue puesto en marcha. El 
Unimate desarrollado por la empresa Unimation, Inc., como indica 
Saha, (2010, p. 2), y Barrientos et. al., (2007, p. 9), fue un Robot pick-
and-place orientado a una aplicación de fundición por inyección en una 
planta de General Motors de Trento, Nueva Jersey. 
 
De allí en adelante diversas empresas erigieron sus plantas 
manufactureras robotizadas, y hoy en día (Figura 1), tal masificación no 
deja de expandirse a tal punto que la realidad está empezando a superar 
a la ciencia ficción. 
 
2.2.2. Definición de robot industrial 
Existen diversas acepciones referentes a la definición de Robot 
industrial. Por ello se exponen dos de las más resaltantes.  
Figura1. Parte de una línea de ensamble automotriz en la que los Robots ejecutan operaciones de 
soldadura de puntos.  




Según la International Federation of Robotics (RIA),  un Robot 
industrial es definido por el estándar ISO 8373, el cual estipula lo 
siguiente: es un manipulador multifuncional reprogramable y 
controlado automáticamente que cuenta con tres o más ejes, los cuales 
pueden ser fijos o movibles y son orientados a aplicaciones de 
automatización industrial. 
 
Por otro lado, según lo expuesto en Barrientos et. al. (2007, p. 11), la 
Asociación Francesa de Normalización (AFNOR) define lo siguiente: 
«manipulador automático servocontrolado, reprogramable, polivalente, 
capaz de posicionar y orientar piezas, útiles o dispositivos especiales, 
siguiendo trayectorias variables reprogramables, para la ejecución de 
tareas variadas. Normalmente tiene la forma de uno o varios brazos 
terminados en muñeca. Su unidad de control incluye un dispositivo de 
memoria y ocasionalmente de percepción del entorno. Normalmente su 
uso es el de realizar una tarea de manera cíclica, pudiéndose adaptar a 
otra sin cambios permanentes en su material.» 
 
2.2.3. Aplicaciones de los robots industriales 
De acuerdo a Groover, (2007, p. 905), las aplicaciones de los Robots 
industriales se pueden dividir en tres categorías: a) Manejo del material, 
b) Operaciones de procesamiento, c) Ensamble e inspección.  
 
a) El manejo del material implica el movimiento de materiales o piezas 
a partir de una posición y orientación a otra. Para esto el Robot debe 
estar dotado con una garra como efector-final, y debe estar diseñado 
para asir una material, o un conjunto de estos, en específico. Las 
aplicaciones de manejo de materiales incluyen la transferencia de 
materiales y carga y/o descarga de máquinas. 
 
b) Entre las operaciones de procesamiento están la soldadura de puntos 
(Figura 1), la soldadura continua con arco eléctrico, el 
recubrimiento por aspersión y ciertas operaciones de corte y 
17 
 
eliminación de rebabas en metal. Para realizar estos trabajos, el 
Robot requiere del cambio de su actuador final, el cual puede ser, 
por ejemplo, una pistola para soldadura de puntos o una boquilla 
para pintura por aspersión. 
 
c) Las aplicaciones de ensamble con frecuencia requieren el 
apilamiento de una pieza sobre otra y la manipulación de una 
herramienta como un destornillador automático. Con relación a la 
inspección en ocasiones se requiere que el Robot coloque una pieza 
de trabajo en una máquina de inspección, mientras que otras 
aplicaciones implican la manipulación de un sensor. 
 
2.2.4. Estructura mecánica del robot industrial 
A un robot industrial gracias a su versatilidad se le puede acoplar 
diferentes herramientas para un trabajo en específico. No obstante, 
existen ciertos trabajos en los que se requiere una mecánica con ciertas 
prestaciones para cumplir el trabajo con mayor eficiencia. Por ejemplo, 
un Robot que maneja grandes cargas útiles, que se le programe para que 
inserte componentes en una tarjeta electrónica, va a tener grandes 
limitaciones. Por lo que afirma Craig (2006, p. 231), no solo el tamaño, 
sino también el número de articulaciones, el orden de las articulaciones 
y los tipos de accionamiento, detección y control variarán enormemente 




Mecánicamente, según lo estudiado en Barrientos et. al., (2007, p. 31), 
un Robot está formado por una serie de elementos o eslabones unidos 
mediante articulaciones que permiten un movimiento relativo entre cada 
dos eslabones consecutivos; un eslabón es la parte rígida de la 
estructura robótica, y una serie de eslabones unidas por articulación 
viene a ser una «Cadena cinemática». Y además, se denomina «Grado 
de Libertad» (GDL), apunta Barrientos et. al., (2007, p. 34), a cada uno 
de los movimientos independientes que puede realizar cada articulación 
con respecto a la anterior; y una forma de calcular el número de GDL 
de una cadena cinemática puede ser realizado mediante la fórmula de 
Grüber, según la cual: 
 
          𝑁𝐺𝐷𝐿 = 𝜆(𝑛 − 𝑗 − 1) + ∑ 𝑓𝑖
𝑗
𝑖=1                     (1) 
donde: 
λ: GDL del espacio de trabajo (típicamente tres en el plano, seis en el 
espacio). 
n: número de eslabones (debe incluirse el eslabón fijo o base). 
j: número de articulaciones. 
fi: grados de libertad permitidos a la articulación i. 
 
Tabla 1. Aplicación de la fórmula de Grüber. 
 Figura 2ª Figura 2b 
λ 3 3 
n 3 5 
j 2 5 
fi f1=1; f2=1 f1=1; f2=1; f3=1; f4=1; f5=1 
NGDL 2 2 
       Fuente: elaboración propia. 
 
Figura 2. Cadena cinemática: a) abierta, b) cerrada. 
Fuente: elaboración propia. 
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A continuación se verán las diferentes configuraciones, explicadas por 
Saha (2010, p. 24) y Groover (2007, p. 902), que no solo varían con el 
número GDL sino también con el tipo de articulación: prismática, 
movimiento lineal a lo largo del eje; y rotacional, rotación en torno al 
eje (Figura 3).  
 
2.2.4.1. Robot del tipo Cartesiano 
En esta configuración, el movimiento del brazo de un Robot en 
las direcciones de las coordenadas X, Y y Z del sistema de 
coordenadas cartesianas rectangulares dextrógiras, es propio 
del Robot Cartesiano o Rectangular (Figura 4). Se le denomina 
a los movimientos desplazamiento X, altura o elevación Y, y 
alcance Z del brazo. Su espacio de trabajo tiene forma de una 
caja o de un prisma rectangular. Una de sus desventajas es que 
necesita un gran volumen para su operación, sin embargo, este 
Figura 3. Cinco anatomías comunes de Robots industriales comerciales: a) polar, b) cilíndrica, c) 
cartesiano, d) articulado y e) SCARA.  
Fuente: obtenida de Groover (2007) . 
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Robot cuenta con una estructura rígida y ofrece una posición 
precisa para el efector-final. 
 
2.2.4.2. Robot del tipo Articulado 
Si es que un brazo robótico consiste en eslabones unidos a 
articulaciones rotacionales o de revolución, se le conoce como 
brazo articulado o de revolución (Figura 5). Su volumen de 
trabajo es esférico, por ende, más amplio que la anterior 
configuración. Empero, la realización de una tarea en 
Figura 4. Brazo Robot Cartesiano y su volumen de trabajo.  
Fuente: obtenida de Saha (2010) . 
Figura 5. Robot Articulado y su volumen de trabajo.  
Fuente: obtenida de Saha (2010).  
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coordenadas cartesianas requiere de transformaciones 
matemáticas más complejas. 
 
2.2.4.3. Robot del tipo SCARA 
Significa «Brazo Robótico de Ensamble Selectivamente Dócil» 
(Figura 6). Es similar a una articulación de brazo humano, 
excepto porque las articulaciones del hombro y el codo tienen 
ejes verticales de rotación, por lo que proporcionan rigidez en 
la dirección vertical, pero docilidad relativa en la dirección 
horizontal. 
Figura 7. Robot tipo SCARA.  
Fuente: obtenida de Saha (2010).  
Figura 6. Robot Esférico con su volumen de trabajo. 




Generalmente el SCARA se utiliza para tareas sencillas de 
manejo y ensamble que implican movimientos verticales. La 
muñeca de este Robot es una pinza para asir componentes cuyo 
propósito es moverlos o ensamblarlos. 
 
2.2.4.4. Robot del tipo esférico 
También conocido como «Polar». Es un Robot que puede 
cambiar la configuración de su brazo moviendo sus dos 
articulaciones rotacionales y su articulación prismática, es 
decir, cuando la segunda articulación del robot SCARA, que es 
prismática, es reemplazada por una articulación de revolución 
con su eje girado 90° respecto del eje Z (Figura 7). La posición 
del brazo se describe convenientemente por medio de las 
coordenadas esféricas q, f y z. Los movimientos del brazo 
representan la rotación de la base, los ángulos de elevación y el 
alcance. Su volumen de trabajo es semejante al Robot 
articulado. 
 
Figura 8. Robot Cilíndrico dentro de su volumen de trabajo.  
Fuente: Obtenido de Saha (2010).  
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2.2.4.5. Robot del tipo Cilíndrico 
Cuando el brazo de un Robot tiene una articulación rotacional 
y dos prismáticas (Figura 8). Los puntos que puede alcanzar 
pueden ser convenientemente especificados con coordenadas 
cilíndricas, ángulo q, altura y, y radio z. Su volumen de trabajo 
es inferior con respecto a las anteriores, excepto el cartesiano. 
La herramienta de trabajo no puede llegar cerca a la base, sin 
embargo, estos tipos de Robots se utilizan exitosamente 
cuando una tarea requiere que se alcancen aperturas pequeñas 
o en el trabajo sobre superficies cilíndricas, por ejemplo, para 
la soldadura de tubos. 
 
2.2.5. Discusión de la elección de la configuración del robot  
De las configuraciones expuestas en la sección anterior, la que más se 
aproxima a las expectativas del presente proyecto, es la del Robot del 
tipo Cartesiano. Las razones se dan a continuación: 
 
- Aunque no es una configuración con un rango amplio de 
aplicaciones, según Barrientos et. al. (2007, p. 34), son los 
segundos Robots más usados, después de los articulares. 
 
- En el Perú existen empresas que producen máquinas de control 
numérico por computadora (CNC), y éstas en su mayoría son de 
tres GDL, como las Fresadoras CNC, y cuentan con articulaciones 
prismáticas por cada uno de los ejes coordenados. 
 
- Se procura seguir una línea de desarrollo sistemática, teniendo en 
cuenta que las máquinas CNC precedieron y además aportaron en 
gran medida a la parte mecánica del Robot. 
 
- En los antecedentes encontrados del desarrollo de Robots 
industriales se documenta mejor al trabajo con los del tipo 
Cartesiano. Sin embargo no se recalca la transición de la Máquina 




- Volviendo al contexto peruano en el que se desarrolla el presente 
proyecto las empresas que más utilizan a las máquinas CNC son, 
por ejemplo, la industria del calzado, para el corte de cuero; y la 
industria de metal-mecánica, para el corte de piezas metálicas 
planas diseñadas para la fabricación de cisternas, furgones, 
plataformas, tolvas y entre otros. 
 
Por ello en el siguiente apartado se abordan los ítems principales de lo 
que viene a ser una máquina CNC. 
 
2.2.5.1. La máquina CNC 
La máquina CNC (por sus siglas en inglés, Computer Numeric 
Control) en sus inicios fue la máquina (también conocida como 
máquina-herramienta) de Control Numérico (NC), que fue 
desarrollada por la empresa Parsons Corporation, a cargo de 
John Parsons y Frank Stulen, y las Fuerzas Aéreas de los 
Estados Unidos a finales de la década de 1940, con la finalidad 
de mecanizar partes de aeronaves, indican Ferguson (1978, p. 
1) y Schimidt (1988, p. 5), quienes además recalcan que dicho 
proyecto, por el éxito obtenido, fue subcontratado por el 
Instituto Tecnológico de Massachusetts (MIT) para el 
perfeccionamiento y desarrollo de servomecanismos que 
mejoren los actuadores y por ende, la calidad de mecanizado. 
 
Ferguson (1978, p. 3), menciona dos factores básicos que 
conllevaron al ulterior desarrollo de las Máquinas CNC: 
 
a) El desarrollo de los circuitos integrados (IC), que trajo 
como consecuencia la reducción de las tarjetas electrónicas 





b) El número de la velocidad, la reducción de los precios y el 
tamaño de las computadoras de propósito general. 
 
2.2.5.2. Aplicaciones de las máquinas CNC 
Tal como indica Groover (2007, p. 14), las máquinas CNC 
intervienen más que todo en los procesos de remoción de 
material. Estos procesos son operaciones que retiran el exceso 
de material de la pieza de trabajo con que se inicia, de tal 
forma que el producto tiene la geometría buscada. Los 
procesos más resaltantes de esta categoría son las operaciones 
de maquinado; a saber las principales: torneado, perforado y 
fresado; los cuales se muestran en la Figura 9.  
 
Otras aplicaciones descritas por Ferguson (1978) son: el 
golpeado y remachado (punching & riveting), cortado con 
fuego (flame cutting), erosionado por chispa (spark erosion), 
doblado de tubo (tube bending), soldadura (wending), 
inspección (inspection) y ensamblado de tarjetas electrónicas 
(assembly). 
 
2.2.5.3. Anatomía de la máquina CNC 
Según lo observado en Industrial Centre (2009, p. 4), los 
elementos más relevantes de una máquina CNC tal cual se 
Figura 9. Operaciones comunes de maquinado: a) torneado (turning), en el que una herramienta de corte 
de un filo retira de una pieza de trabajo que gira, a fin de reducir su diámetro; b) taladrado (Boring), en la 
que una broca en rotación avanza dentro de la pieza de trabajo, con lo que crea un agujero redondo; y c) 
fresado (milling), en la que una pieza de trabajo de hace avanzar por un cortador giratorio con filos 
múltiples.  
Fuente: obtenida de Groover (2007).  
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muestran en la Figura 10, son: dispositivo de entrada (input 
device), unidad de control de máquina (machine control unit, 
MCU), máquina-herramienta (machine tool), driver de 
máquina (driving system), dispositivos de retroalimentación 
(feedback device) y la unidad de display (display unit).  
 
Dispositivos de entrada. La mayoría de máquinas-herramienta 
cuenta con el estándar RS-232 para la comunicación serial o el 
de la comunicación Ethernet. Estos protocolos permiten la 
jerarquización de las máquinas, con lo cual es posible los 
sistemas de maquinado (Figura 11), poniendo como maestro al 
Host que recibe las órdenes del sistema de control de 
producción, los programas de los sistemas CAD/CAM y 
librerías de información, con la finalidad de repartir la 
información a las MCU de las máquinas-herramienta 
pertinentes. Por otro lado está la programación convencional 
mediante la cual se ingresan los datos por teclado, previo 
acceso a un software inteligente que va guiando paso a paso al 
usuario. 
Figura 10. Elementos más resaltantes de la máquina CNC.  




Unidad de control de máquina. Es el corazón de los sistemas 
CNC. Se compone por: la unidad de procesamiento de datos 
(DPU) y la unidad de bucle de control (CLU). La una se 
encarga de la recepción de las partes del programa; interpreta, 
primero, y posteriormente codifica para que sea entendido por 
la máquina; se incluye en este proceso la interpolación. La otra 
recibe los datos de la unidad anterior y las convierte a señales 
eléctricas hacia los drivers respectivos; control de funciones 
como taladro ON/OFF, cooler ON/OFF, y semejantes. 
 
Figura 11. Jerarquía en los sistemas de control numérico, o sistemas de maquinado. 
Fuente: obtenida de Industrial Centre, (2009).  
28 
 
Máquina-herramienta. Es la máquina actuadora en sí. 
Generalmente para mejorar el desenvolvimiento de los 
movimientos en los ejes, se utilizan materiales resistentes pero 
ligeros, y un elemento importante, los husillos de rodamiento 
de bolas (Figura 12), el cual sirve bastante bien para evitar los 
excesivos rozamientos y posibles desgastes. Un par de valores 
importantes en las máquinas CNC son la exactitud y la 
repetibilidad, y se puede definir según Groover (2007, p. 895) 
como se observa en la ec. (2) y ec. (4).  
 
                                 𝐸𝑥𝑎𝑐𝑡𝑖𝑡𝑢𝑑 = 0.5𝑅𝐶 + 3𝜎              (2) 






)                   (3) 
donde: 
RC: es la resolución de control dado por el máximo valor entre 
la resolución de control mecánico y la del computador. Por lo 
general la resolución crítica es la del control mecánico. 
σ: desviación estándar de la distribución del error (mm). 
p: paso del husillo guía (mm/rev). 
ns: cantidad de pasos/rev. 
L: rango del eje (mm). 
B: número de bits en el registro de almacenamiento para el eje. 
 
                    𝑅𝑒𝑝𝑒𝑡𝑖𝑏𝑖𝑙𝑖𝑑𝑎𝑑 = ±3𝜎             (4) 
 
Figura 12. Husillo de rodamiento de bolas (leadscrew). 
Fuente: obtenida de Industrial Centre, (2009).  
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Sistema del driver. La precisión y la repetibilidad son 
características que dependen mucho de este sistema. Las 
señales eléctricas enviadas por el CLU, deben ser interpretadas 
fielmente evitando que, por falta de corriente, los motores 
actuadores no realicen correctamente el movimiento. Los 
motores más comunes usados son: servomotor DC y AC, 
motor paso-paso y motor lineal. 
 
Dispositivos de retroalimentación. Este elemento está 
orientado al control a lazo cerrado, que requiere de una señal 
para ser retroalimentada (generalmente velocidad angular), es 
decir, comparada con el valor ideal, para que en función con el 
error, se corrijan, y realicen de manera más precisa, los 
movimientos. 
 
Unidad de display. Sirve como un dispositivo interactivo entre 
el operador y la máquina. Cuando la máquina está en 
funcionamiento, esta unidad debe mostrar el estado, con todos 
sus parámetros, o los más críticos, de la máquina CNC. 
Incluidos están los mensajes de error y los mensajes de 
diagnóstico, asimismo, el diagrama del programa en ejecución 
y las figuras de mecanizado en tiempo real. 
 
2.2.6. Diferencias entre un robot industrial y una máquina CNC 
La diferencia entre ambos muchas veces puede parecer difusa. La razón 
es porque los Robots por ser una consecuencia de los otros, han 
heredado ciertos conceptos como los que indica Groover (2007, p. 39) 
cuando afirma que las definiciones de resolución de control, exactitud y 
capacidad usadas por las máquinas-herramientas son las mismas usadas 
por la robótica, debido a que finalmente un Robot es un sistema de 
posicionamiento.  
 
Para Craig (2006) la distinción está en alguna parte de la sofisticación 
de la capacidad de programación del dispositivo; si un dispositivo 
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mecánico puede programarse para realizar una amplia variedad de 
aplicaciones, probablemente sea un Robot industrial.  
 
Para comprender mejor las diferencias, las ventajas y desventajas de 
una con relación a la otra se ha elaborado la Tabla 2. 
 
 
        Tabla 2. Comparación de las características de un Robot y una Máquina CNC  
 Robot Máquina CNC 
Software Estandarización No cuenta con un Lenguaje 
Estandarizado de programación. 
Los lenguajes varían por 
Compañía (Webb y Morel, 
2005). 
Cuenta con el Estándar RS-
274D creado por la Asociación 
de Industria Electrónica (EIA) 
en la década de 1960. Dicho 
estándar sentó las bases de los  
Códigos G, para los 
movimientos de la máquina; y 
los Códigos M, para las 
funcionalidades como prendido 
y apagado del sistema de 
ventilación, de las herramientas, 




Cada Compañía cuida 
minuciosamente que la 
comunicación Hombre-Robot 
sea lo más accesible posible.  
 
Agregado a esto, las compañías 
(por ejemplo KUKA Robotics) 
también han desarrollado 
traductores especializados para 
convertir los Códigos G y M de 
máquinas CNC de 3 a 5 grados 
de libertad, a lenguajes 
entendibles por los Robots 
(Bates, 2006, p. 38). 
Cuentan con el sistema 
CAD/CAM, que son una serie 
de softwares que colaboran 
eficientemente en el desarrollo 
del proceso de maquinado 
(Industrial Centre, 2009, p. 30) 
Hardware Dispositivos de 
Entrada 
Cuentan con los principales y 
más modernas tecnologías de 
comunicación de datos: 
Dispositivos USB 2.0, 3.0, 
Comunicación Serial RS-232, 
Comunicación Ethernet, 
etcétera. 
Las diferentes gamas existentes, 
por lo que se han venido 
desarrollando en los últimos 
cincuenta años, pueden tener 
Dispositivos de Entrada 
limitados (Industrial Centre, 
2009, p. 5). Las Máquinas CNC 
de bajo coste e Intermedio 
generalmente solo usan 








Están equipados con diversos 
sensores para asegurar un mejor 
acabado. No sólo cuentan con 
los de realimentación para el 
control de movimiento de cada 
motor, sino que también vienen 
equipados con sensores de 
Es limitada. No reconoce el 
entorno, y generalmente no 
cuenta con sensores que 
aseguren el acabado de los 
productos como se puede 
observar en la Figura 10. 
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fuerza, presión o aceleración en 
el efector-final, lo cual asegura 
correcciones en las trayectorias 
de trabajo. Además, viene 
equipado con otros dispositivos 
que le permiten un 
reconocimiento del entorno, por 
lo que los choques o accidentes 
en planta pueden ser evitados 
(Barrientos et. al., 2007, p. 18). 
Aplicabilidad Precisión La máxima precisión lograda 
hasta el momento es de 
±0.05mm, por los Robots del 
proyecto COMET y por la gama 
más baja de los Roobots Kuka. 
Puede llegar hasta una precisión 
de ±0.001mm (Máquina-
herramienta modelo VC-X500 
de la empresa OKK, por 
ejemplo). 
Versatilidad Un Robot puede realizar 
diferentes tipos de trabajos 
cambiando automáticamente su 
herramienta. No obstante, se 
especializa en algunos. Su 
versatilidad le permite, una vez 
culminado su trabajo, despachar 
el producto o incluso 
ensamblarlo y/o almacenarlo. Su 
versatilidad le otorga la cualidad 
de realizar sus trabajos en 
tiempos de operación bastante 
reducidos. 
Se limita sólo a realizar un solo 
tipo de trabajo. Sin embargo, 
hay Máquinas CNC que sí 
pueden cambiar su herramienta 
(son las que forman parte de los 
Centros de Mecanizado), pero 
su costo y tiempos de operación 
son elevados. 
Flexibilidad Realizan dinámicamente 
diferentes acabados bajo una 
misma línea de productos. P. e., 
si se requieren de diferentes 
formas y tamaños de latas, 
pueden doblarlas y cortarlas de 
diferente forma, sólo cambiando 
la programación del dispositivo. 
En este caso comparten las 
mismas cualidades que los 
robots. 
Años de Servicio Es una tecnología relativamente 
nueva. Se viene usando más 
concretamente desde la década 
de 1990 (Webb et. al., 2005). 
Es una tecnología ya madura. 
Fue ingresando en la industria 
desde la década de 1950 
(Ferguson, 1978). 
Costo Un sistema de mecanizado 
robótico a la altura de un Centro 
de Mecanizado ronda desde los 
$100.000 hasta los $150.000 
(Webb et. al., 2009). 
Un Sistema de Mecanizado 
basado en una Máquina CNC 
cuesta aproximadamente 
$300.000 (Webb et. al., 2009). 
Rango de 
Aplicaciones 
Por ser una tecnología en 
evolución, los Robots, aún 
tienen un rango limitado de 
aplicaciones en la industria. 
Pero, hasta el momento, ya se ha 
copado un número cuantioso de 
aplicaciones:  
- Fresado (Milling) 
- Desbastado (Roughing) 
- Pulido (Polishing) 
- Taladrado (Drilling) 
- Corte (Cutting) 
- Desbarbado 
(Deburring) 
- Ruteo (Routing) 
Para cada trabajo especializado 
y de precisión que se requiera 




- Acabado (Finishing) 
- Guarnición (Trimming) 
Una de las aplicaciones que aún 
no puede realizar, por ejemplo, 
es el de corte de chaveteras 
(Webb et. al., 2009).  
Mecánica Robustez Ya que un Robot es una cadena 
de articulaciones unidas 
mediante eslabones, la robustez 
puede ser limitada si el torque 
del motor no cuenta con la 
suficiente potencia para vencer 
las inercias (Bates, 2006, p. 38) 
Cuenta con una alta robustez. 
Tamaño/Masa Como referencia se tiene a una 
de las empresas pioneras en 
robótica industrial, Kuka 
Robotics. Uno de sus modelos 
más pequeños, el KR 16-2, tiene 
un tamaño aprox. de 2 m. de 
alto y  0.26 m. de acho., un peso 
de 235 Kg. y trabaja a una 
precisión de ±0.05 mm. El KR 
500-3 es uno de los modelos 
más grandes, tiene un tamaño 
aprox. de 3.3 m. de alto y 0.5 m. 
de ancho, un peso de 2375 Kg. y 
trabaja a una precisión de ±0.08 
mm. Ambos modelos son 
Robots articulares de 6 grados 
de libertad. 
Una de las empresas pioneras 
de Máquinas CNC es OKK. 
Uno de sus modelos, el VC-
X500, en los que incluye 
cambio de hasta 40 tipos de 
herramientas, cuenta con 5 
grados de libertad, y cuenta con 
una precisión de ±0.001 mm. 
Frontalmente cuenta con 3.5 m. 
de alto y 3.7 m. de ancho, pesa 
12000 Kg.  
Volumen de 
Trabajo 
Ambos modelos mencionados 
en el la característica anterior, 
respectivamente puede trabajar 
en un volumen de 14.5 m3 y 68 
m3.  
El VC-X500 cuenta con un 
volumen de trabajo de 0.36 m3. 
Material Pieza 
de Trabajo 
Tomando como referencia los 
modelos de los Robots Kuka 
mencionados, se puede observar 
que trabajan hasta el momento 
solo con materiales blandos 
como madera, plástico, y 
algunos metales ligeros como 
aluminio. 
Trabajan con una variedad muy 
amplia de materiales blandos y 
metales ligeros, pesados y 
aleaciones como el metal. 
Fuente: elaboración propia. 
Según lo analizado en la Tabla 2, los Robots requieren de una 
electrónica más avanzada que sea capaz de otorgarle capacidades de 
reconocimiento del entorno, procesamientos de ejes más complejos 
como los rotacionales, que al ser modelados matemáticamente, 
presentan cadenas cinemáticas más elaboradas que requieren de más 






2.2.7. Análisis estructural y cinemático de las máquinas-herramienta 
2.2.7.1. Análisis estructural mediante el Solidworks 
Con la finalidad de asegurarse la estabilidad de la estructura 
con un valor cuantificado se realiza un estudio mecánico con 
ayuda del Solidworks, ya que, además, probablemente en un 
próximo trabajo en el que corresponda la agregación de sendos 
ejes a partir del Z,  no se corra el riesgo de daños estructurales 
irreversibles. 
 
El software mencionado permite entre diferentes análisis, hacer 
un estudio sometiendo a la estructura a diferentes fuerzas o 
tensiones, las más destacables y están listadas en la Tabla 3. 
 
   Tabla 3. Estudios a aplicar para el análisis estructural. 
Estudio Descripción 
Tensión de Von Mises Llamada también: teoría de la distorsión 
máxima. Por lo cual es utilizada para someter a 
un material dúctil a una tensión máxima, o 
límite elástico, en miras de cuantificar su 
deformación (Dassault Systeme, 2010). 
Desplazamiento Orientada a medir en milímetros el 
desplazamiento producto de la fuerza aplicada 
sobre una zona del objeto. 
Deformación unitaria 
equivalente 
Es un índice que mide la deformación de los 
ejes sometidos a esfuerzos de tensión o 
comprensión axial (Dassault Systeme, 2010). 
Factor de seguridad Este valor cuantifica la seguridad, según un 
criterio de fallos, ante posibles fisuras. Un 
factor de menor a uno, indica que el material 
ha fallado, o si es uno que ha empezado a 
fallar. No obstante, si es mayor a uno, que es 
seguro (Dassault Systeme, 2010). 
Fuente: elaboración propia. 
 
2.2.7.2. Cinemática directa 
Se afirma que la estructura mecánica de un robot es una cadena 
cinemática abierta de elementos rígidos conectados por medio 
de articulaciones, según lo afirmado por E. Fiestas et. al. 
(2013, p. 98); por ello es que, basados en la estructura 
mecánica analizada se opta por el modelo cinemático, de tal 
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forma que se pueda determinar la trayectoria de la herramienta 
del robot dentro del espacio de trabajo. 
 
Por consiguiente, la cinemática directa aborda el análisis de la 
evolución del movimiento del efector-final (herramienta del 
robot) en función del valor de las articulaciones (Fiestas et. al., 
2013, p. 98). La herramienta matemática más común para 
dicho análisis es la Matriz de Transformada Homogénea 
(MTH), la cual es comúnmente usada por el algoritmo de 
Denavit-Hartenberg (ADH), potente procedimiento para el 
estudio de diferentes configuraciones mecánicas de robots 
(Barrientos et. al., 2007, p. 125). Sin embargo, éste puede ser 
pesado al estar conformado por dieciséis pasos cuando solo se 
requiere estudiar la relativamente sencilla configuración del 
robot cartesiano. Ante esto, es conveniente revisar más 
profundamente la teoría de la MTH. 
 
La MTH es un método matricial que permite una 
representación conjunta de la posición y de la orientación 
(localización) de un objeto o sistema determinado en el espacio 
cartesiano. Tal como es posible ver en la Figura 13, existen 










Figura 13. Elementos básicos ubicados en un espacio cartesiano para su análisis cinemático. 
(a) Robot articular, en el que se destacan tres articulaciones rotacionales interrelacionadas  
mediante dos eslabones. (b) Robot cartesiano, se puede observar dos articulaciones 
prismáticas y un eslabón que las conecta. 
Fuente: elaboración propia. 
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de referencia deben trasladarse y rotarse, de tal modo que 
ubiquen y orienten a los elementos del robot, es decir, 
respectivamente que representen cuántos, p. ej., centímetros se 
ha movido con respecto a un origen y cuántos grados ha 
girado. La MTH permite saber ambos, posición y orientación 
en un solo paquete, o sea, en una simple matriz de 4 x 4 
elementos.  
 
De forma general un vector, p. ej., p = ai + bj +ck, donde i, j y 
k son los vectores unitarios de los ejes OX, OY y OZ del 
sistema de referencia XYZ, según Barrientos et. al. (2007, p. 
76), se representa en coordenadas homogéneas mediante el 
siguiente vector columna: 















]                (5) 
Pues bien, y tal como apunta Barrientos et. al. (2007, p. 77): se 
define como matriz de transformación homogénea T a una 
matriz de dimensión 4x4 que representa la transformación de 
un vector de coordenadas de un sistema de coordenadas a 
otro.  






]    (6) 
Tal como como se indica en la ec. (6), la MTH cuenta pues, 
con cuatro submatrices que bien representan a la rotación del 
sistema, su traslación y dos más que no son tan usados en el 
campo de la robótica, el escalado y la perspectiva. 
 
Las aplicaciones de la MTH, en resumen, como lo resalta 
Barrientos et. al. (2007, p. 78), son las siguientes: 
- Representar la posición y orientación de un sistema 
girado y trasladado O’UVW con respecto a un sistema 
fijo de referencia OXYZ, que es lo mismo que representar 
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una rotación y traslación realizada sobre un sistema de 
referencia. 
- Transformar un vector r expresado en coordenadas con 
respecto a un sistema de referencia fijo O’UVW,  a su 
expresión en coordenadas del sistema de referencia 
OXYZ. 
- Rotar (R) y trasladar (p) un vector r con respecto a un 
sistema de referencia fijo OXYZ para transformarlo en el 
‘r. 
Basados en la MTH, el objetivo es encontrar, pues, una matriz 
T que pueda expresar la posición y orientación del extremo del 
robot, o cualquier parte del robot que vaya a ejercer una acción 
específica (mayormente son las herramientas, el centro de 
masa del robot o el extremo de un dedo, etc.), con respecto a la 
base o sistema de referencia del mismo. Lo importante es 
referenciar un punto clave del robot con un sistema cartesiano 
universal que puede estar ubicado, como se apuntó líneas atrás, 
en la base del robot o en cualquier parte solidaria a la base de 
éste dentro de su lugar de trabajo. Y además, esta MTH T será 
función de la evolución de las articulaciones del robot; esto es 
el corazón de la cinemática directa, saber la posición y 
orientación del punto clave del robot en función de las 
variables articulares de éste. 
 
Un robot cuenta con varias articulaciones y eslabones, pues 
bien, hace falta tener en cuenta el número de grados de 
libertad, para tener una idea básica de cuántas MTH se 
requerirán para el estudio cinemático. Un robot de n grados de 
libertad, está formado por n eslabones unidos a n 
articulaciones, ésta dupla es solidaria a un sistema de 
referencia específico, y mediante el accionamiento de las 
articulaciones, los eslabones y sistemas de referencias 
asociados, se moverán y representarán la orientación y 
posición de los movimientos de estos, respectivamente. 
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Barrientos et. al. (2007, p. 122), apunta que: normalmente, la 
matriz de transformación homogénea que representa la 
posición y orientación relativa entre los sistemas asociados a 
dos eslabones consecutivos del robot se suele denominar 
matriz i-1Ai. […] Así, por ejemplo, la posición y orientación del 
sistema solidario con el segundo eslabón del robot con 
respecto al sistema de coordenadas de la base se puede 
expresar mediante la matriz 0A2: 
           𝑇 = 𝐴2 = 𝐴1
0 𝐴2
10              (7) 
Sin embargo cuando se toman en consideración todos los 
grados de libertad a la matriz 0An se le llama simplemente T.  
 
2.2.7.3. Cinemática inversa 
El motivo principal de la cinemática inversa es pues, 
determinar el valor de las variables articulares a partir de una 
localización espacial en posición y orientación. Siguiendo con 
la teoría de las MTH, lo que se hace es, entonces, despejar el 
sistema i-1Ai que contiene a la articulación i. Por lo tanto, si se 
desea saber la ecuación en función de la segunda articulación, 
es necesario despejar como se muestra en la ec. 8. 
        𝐴2 = ( 𝐴1
0 )
−1
𝑇1                             (7) 
 
2.2.7.4. Trayectorias por interpolación 
Si bien es cierto que mediante los análisis cinemático directo e 
inverso nos dan información de las circunstancias actuales de 
las articulaciones y eslabones actuando de forma coordinada 
para posicionar y orientar un punto clave del robot, sea su 
herramienta, efector final o cualquier punto no fijo de la 
estructura, aún es insuficiente para poder determinar con 
claridad el desenvolvimiento del robot en un entorno ideal, es 




Es necesario que se puedan estudiar los movimientos del robot 
como una serie de transformaciones cinemáticas con respecto 
del tiempo, un control cinemático, es decir, para el 
establecimiento de las trayectorias a realizar.  
 
Existen diversos tipos de trayectorias, como apunta Barrientos 
et. al. (2007, p. 282). Las trayectorias punto a punto, son las 
que solo se establecen el punto de inicio y el final, y no 
interesa cómo es que evolucionan las variables articulares, lo 
importante es que llegue a su lugar de destino predeterminado. 
Este tipo de trayectorias están conformadas por los siguientes 
subtipos: Movimiento eje a eje, que como bien dice el nombre, 
solo actúa un eje o articulación a la vez; Movimiento 
simultáneo de ejes, todos los ejes o articulaciones empiezan 
simultáneamente, pero terminan en momentos dispares debido 
a la rapidez o tamaño de la trayectoria por articulación; sin 
embargo, hay trayectorias en la que los ejes o articulaciones 
empiezan y culminan paralelamente, éstas son las conocidas 
como Trayectorias coordinadas o isócronas.  
 
Por otro lado están las trayectorias del tipo Continuas. Es aquí 
que el usuario está interesado en que el robot cumpla con un 
movimiento específico de inicio a fin, una trayectoria 
preestablecida, o sea.  
 
Pues bien, según Fiestas, Castillo y Briones (2003, p. 27), 
existen tres pasos fundamentales para obtener la trayectoria del 
robot, son: 
1) Conversión de los puntos cartesianos inicial y final (así 
como puntos intermedios) a valores articulares. 




3) Movimiento de cada articulación de forma independiente 
(cada articulación se mueve sin tener en cuenta el 
movimiento de las otras articulaciones). 
 
El primer paso se soluciona mediante la cinemática inversa y el 
resto utilizando técnicas de interpolación. En este sentido, 
existen diferentes tipos de técnicas de interpolación: lineales, 
trapezoidales, cúbicas, quínticas, senoidales, etc. (Barrientos 
et. al., 2007, p. 289). Sin embargo, la que más se adapta a las 
exigencias del trabajo es la cúbica, ya que ésta permite, sin 
mucha carga computacional, una suavidad de movimiento en 
base a cuatro condiciones de contorno. Como apuntan 
Barrientos et. al. (2007, p. 291) y Fiestas et. al. (2013, p. 27), 
cuatro condiciones siendo las dos primeras las que aseguran 
que se comienza y se termina en los puntos adecuados y las 
dos siguientes que las velocidades de inicio y final sean nulas 
de acuerdo a la ec. (8) que une dos puntos adyacentes (qi,qi+1). 
       𝑞(𝑡) = 𝑎 + 𝑏(𝑡 − 𝑡𝑖) + 𝑐(𝑡 − 𝑡𝑖)2 + 𝑑(𝑡 − 𝑡𝑖)
3
     (8) 
       𝑎 = 𝑞𝑖               (9) 




(?̇?𝑖+1 − ?̇?𝑖) −
1
𝑇




(?̇?𝑖+1 − ?̇?𝑖) +
1
𝑇2
(?̇?𝑖+1 + ?̇?𝑖)        (12) 
     𝑇 = 𝑡𝑖+1 − 𝑡𝑖          (13) 
donde: 
t: tiempo 
i: posición del punto en la trayectoria. 
 
Pero además es preciso conocer las velocidades ?̇? de paso, para 
ello Barrientos et. al. (2007, p. 290), recomienda usar la 
ecuación (14), asegurando que tiene resultados bastante 
aceptables, pero que no se puede cuidar la evolución de la 








 0, 𝑠𝑖 𝑠𝑖𝑔𝑛𝑜(𝑞









] ,  𝑠𝑖 {
𝑠𝑖𝑔𝑛𝑜(𝑞𝑖 − 𝑞𝑖−1) =   𝑠𝑖𝑔𝑛𝑜(𝑞𝑖+1 − 𝑞𝑖)
𝑜  𝑞𝑖−1 = 𝑞𝑖
𝑜 𝑞𝑖 = 𝑞𝑖+1
   (14) 
 
2.2.7.5. Trayectorias por procesamiento digital de imágenes 
Una alternativa para establecer la trayectoria del efector final 
tomando como base una imagen (.jpg, .png, .bmp, etc.), es 
utilizar procesamiento digital de imágenes utilizando el 
software Matlab, tal y como lo indican Fiestas y Rojales (2015, 
p. 2), y para ello recomiendan los siguientes pasos: 
1) Obtención de la Matriz Binaria. Paso primero orientado a 
convertir la imagen .jpg, .png, o .bmp en una imagen 
binaria: 1 para el pixel negro y 0, para el blanco. Proceso 
también conocido como Binarización. 
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2) Filtro de Píxeles. Con la finalidad de limpiar píxeles 
blancos que degeneran la imagen se los elimina en orden al 
número de píxeles por objeto.  
3) Ajuste de la Figura. Es aquí donde se dilata la figura en 






Figura 14. Pasos para establecer la 
trayectoria de la herramienta del robot 
mediante Procesamiento Digital de 
imágenes. Fuente: elaboración propia. 
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la finalidad de obtenerla la figura lo más aproximada a la 
original. Aquí se utilizan funciones de Matlab enfocadas a 
la dilatación y erosión de las imágenes mediante 
estructuras morfológicas. 
4) Detección de la Secuencia de Puntos. Mediante un barrido 
de izquierda a derecha se detectan todos los 0’s de la 
matriz binarizada y posteriormente se los ordena de 
acuerdo a la secuencia de la trayectoria haciendo uso de un 
método que detecta 0’s adyacentes mediante iteraciones. 
5) Optimización de Secuencias. Finalmente, en caso se tenga 
más de una figura, es necesario establecer un orden en 
función a la distancia del punto final de la figura i y el 
punto inicial de la figura i+1, ésta tiene que ser la más 
cercana de todas las posibles. 
 
Es imprescindible para este método saber el tamaño de los 
píxeles de la pantalla. Para esto primero se ha de saber el 
tamaño de la pantalla en píxeles, y DuffuD (2013) lo determina  
haciendo uso de los dos datos que vienen en las 
especificaciones técnicas del computador: la longitud de la 
diagonal de la pantalla en pulgadas y de la relación de pantalla. 
 
Por lo tanto, usando las ecuaciones (15), (16) y (17), basadas 
en la ecuación de Pitágoras y en regla de tres simples, el 
tamaño de la pantalla en milímetros es conocido. Sumado a 
Figura 15. Determinación del tamaño de la pantalla en píxeles por medio de triángulos rectángulos. 
Fuente: DuffuD (2013). 
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esto, la ec. (18) permite saber el tamaño del píxel en 
milímetros de la pantalla, por medio de su área. 
     ℎ = √𝐿1′2 + 𝐿2′2               (15) 
                                     𝐿1 =
𝐿1′×𝑝×2.54
ℎ
             (16) 
      𝐿2 =
𝐿2′×𝑝×2.54
ℎ
             (17) 






            (18) 
donde: 
p: longitud de la diagonal de la pantalla en pulgadas. 
L1: ancho real de la pantalla. 
L2: altura real de la pantalla. 
L1’:L2’: relación de la pantalla, ancho y alto, respectivamente. 
h: hipotenusa. 
ra:rh: resolución de pantalla, ancho y alto, respectivamente.  
 
2.2.7.6. Algoritmo de David Austin 
El movimiento del robot requiere de velocidades controladas 
de tal forma que el trabajo realizado por el robot sea lo más 
aproximado a lo prestablecido por el usuario. Si bien es cierto 
en la interpolación cúbica se habló de velocidad y aceleración 
en miras de darle forma a la trayectoria, sin embargo, ¿cómo 
podrían éstas ser realizadas usando un microprocesador? Para 
ello se requiere también saber qué tipo de motor es el que se va 
a utilizar, muy a parte de sus dimensiones o especificaciones 
técnicas. Y debido a que en el proyecto se utilizan motores 
paso-paso (que más adelante serán abordados para su 
respectivo análisis), es menester un algoritmo que pueda 
generar pulsos codificados para el movimiento del motor. El 
algoritmo de Austin (2004) es una eficiente propuesta para 
generar velocidades en tiempo real. Por consiguiente: 
- El interpolador cúbico cumple con establecer la trayectoria 
de cada articulación de manera isócrona y continua. 
- Con el número de pasos para el motor paso-paso (MPP), 
conseguidos en la operación anterior, se hayan los conteos 
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de período (c) para el movimiento a una velocidad 
específica de los motores. 
 
La idea principal del algoritmo parte, pues, de la utilización de 
un conteo, que no es sino un valor adimensional que al ser 
dividido por el ciclo de instrucción del microcontrolador 
(tiempo en el cual los Timers se incrementan), se tiene el 
período del pulso que originará un paso en el motor paso-paso. 
         𝛿𝑡 =
𝑐
𝑓
             (19) 
                  𝜔 =
𝛼𝑓
𝑐
                               (20) 
Mientras que la velocidad angular es función de c, el conteo, 
(ec. 20), lo que en una serie de velocidades se obtiene, es lo 
mostrado en la Figura 16. Por ende, un vector de valores de 
conteo c son los necesarios para poder generar los pulsos 
adecuados para que el MPP se mueva siguiendo un número 
máximo de pasos que originan un ángulo específico de 
movimiento.  
 
Austin (2004) propone unas ecuaciones simplificadas, ec. 21, 
22 y 23, con las que se podrán generar una rampa suave de 
aceleración y desaceleración, comenzando por un valor inicial, 
siguiendo por la rampa de subida y finalmente con la de 
bajada. Tres ecuaciones para todo el movimiento del MPP, tal 
y como se puede observar en la Figura 17. 
Figura 16. Geometría de rampa de las velocidades con un movimiento 
de m=12pasos.  
Fuente: Austin (2004). 
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               𝑐0 = 0.678𝑓√
2𝛼
𝜔′
           (21) 





, 𝑛1 ≤ 𝑛 ≤ 𝑛2         (22) 





, 𝑛3 ≤ 𝑛 ≤ 𝑚     (23) 
 
2.2.8. El control monoarticular  
El presente trabajo a modo de simplificación solo concentrará su 
estudio dinámico en los motores paso-paso (MPP) que son los usados 
por el robot en estudio. Motores, por cierto, lo suficientemente 
dimensionados como para despreciar las inercias que puedan 
presentarse. Método justificado por Barrientos et. al. (2004, p. 310). 
 
2.2.8.1. Los motores paso-paso 
Estos tipos de motores (Figura 18) son bastante usados debido 
a su exactitud, alta velocidad de control, extendido estudio y 
sobre todo, por su simple programación (Earl, 2015). Para que 
se tenga una idea más clara, estos son usados en muchos 
tiempos de impresoras, como por ejemplo, la de inyección; 
también en fotocopiadoras, plotters, en fin, en diversos 
sistemas en los que se requiere finísimos movimientos sin 
necesidad, incluso, de un control a lazo cerrado. 
Figura 17. Rampas de subida y bajada de la velocidad del MPP usando 
500 pasos y 700 pasos , y contrastados estos con un trapecio de referencia. 




Pues bien, estos actuadores principalmente están, como se 
muestra en la Fig. 19 y como lo indica Lazaridis (2010), 
compuestos por:  
- Dos rodajes. 
- Dos pares de estatores (sea el caso de un motor de dos fases), 
pero que independientemente de las fases, solo cuenta con dos 
bobinas. Serán en este caso, electroimanes. 
- Dos rotores: un polo norte (rojo) y uno sur (azul). Ambos 
imanes permanentes. 
- Su eje y, bueno, el armazón. 
 
No siempre se tienen solo las partes mencionadas, 
particularmente hay de estos motores con más de dos fases, 
como puede ser de cuatro, con lo que se diferenciaría en la 
cantidad de pares, al tener éste, cuatro. Otra característica 
notable, es la cantidad de dientes que muestra los rotores; estos 
determinan el ángulo mínimo de movimiento, que 
comercialmente es de 1.8°.  
 
Para hacer más práctico el asunto, se hará una analogía entre el 
motor graficado en la Figura 19 y una simplificación gráfica 
didáctica. Entonces, si vemos Figura 20, resaltaremos que la 
Figura 18. Motores paso-paso de diversos tipos y marcas. 




una siendo una aproximación real al motor, cuenta con 
diversos dientes pertenecientes al rotor en dirección opuesta a 
los otros del estator; mientras que la otra cuenta con dos 
dientes, una por cada polo. Lo que se puede destacar aquí es la 
atracción de los polos opuestos mediante los dientes del estator 
y rotor, azul y rojo respectivamente. 
 
Bien, para que el giro sea logrado debe haber un cambio de 
dirección de la corriente que pasa por el devanado la cual 
genera el campo magnético con una dirección establecida por 
la regla de la mano derecha (Figura 21). Al realizarse este 
cambio de dirección, lo que se conseguirá además es, la 
alternación de los polos, y con esto, la repulsión y/o atracción 
según la posición de los dientes del estator con respecto de los 
del rotor. 
 
Para ser más precisos, es necesario observar el efecto que 
puede producirse en el modelo real del motor cuando en los 
Figura 19. Analogía gráfica: un modelo real y otro simplificado de motor 
paso-paso. 
Fuente: Lazaridis (2010). 
Figura 20. Regla de la mano 
derecha. 




estatores verticales se encuentra polarizado de Norte a Sur. Al 
observar detenidamente la Figura 22, se puede percatar uno 
que los dientes del estator van a atraer a los dientes con 
polaridad Norte y repeler a los del Sur, de modo que se origina 
el giro y terminan alineándose los dientes azules con los rojos. 
 
Un detalle importante es que los estatores verticales no son 
perpendiculares con el segundo par de estatores; esto permite 
que exista el giro continuo, ya que si se observa bien en Figura 
20, los dientes del segundo par de estatores se encuentran entre 
los dientes de los rotores, listos para atraer y repeler en miras 
del siguiente giro o más bien decirle, paso.  
 
Bien, entendemos por ende que el giro del motor paso-paso 
está más bien dado por el cambio de dirección de la corriente 
en el devanado de los estatores, o lo que es igual decir, la 
alternación de los polos de los mismos.  
 
Un motor paso-paso del tipo bipolar, como se mencionó al 
inicio de la sección, está compuesto por dos pares de estatores 
con dos bobinas que forman cuatro terminales, por donde es 
suministrada la energía de forma estratégica, a fin de generar la 
alternación de los polos. En la Figura 20 se observa en el 
modelo reducido del motor que solo una bobina está 
energizada; la corriente en los estatores verticales va de sur a 
norte. No obstante, en la Figura 23, las dos bobinas están 
energizadas; operación que aumenta el torque.  
Figura 21. Giro del rotor rotor de acuerdo a la posición de los dientes polarizados. 





Para entender mejor este principio se hace uso de un diagrama 
de fase y tiempos donde se puede observar la evolución de la 
corriente de la bobina «a», Ia (que circula en los estatores 
verticales), y de la bobina «b», Ib (estatores horizontales). 
Según se observa en la Figura 23, hay por lo menos un fasor 
(flecha) por cada cuadrante, y como se indica en la figura, se 
encuentra la secuencia en el paso uno, que Zaber (2014) le 
llama «paso completo» (PC), o sea, el paso común y corriente; 
mientras que el recorrido por los cuatro cuadrantes le llama,  
«secuencia de paso completa» (SPC), que en este caso 
representa cuatro PC. Cuando la SPC es repetida, se produce la 
rotación continua del motor. Por lo tanto, suficiente con que 
exista un fasor por cuadrante para que se genere el paso del 
motor. Se hace hincapié en esto ya que existen variaciones 
proporcionales de la corriente de las bobinas. Lo que trae como 
resultado otros conceptos, las operaciones conocidas: Full 
stepping (FS), Half stepping (HS), Wave stepping (WS) y 
Microstepping (MS). Se usarán los términos ingleses debido a 
que la traducción literal se confunde con la traducción del SPC 




En la Figura 23 se observa claramente el diagrama de fase y el 
de tiempos de una operación tipo FS. Dicha secuencia en los 
motores del robot en estudio se traduce en un movimiento de 
1.8°, cosa diferente sería si se opta por la operación HS (Figura 
24.). Ésta genera ocho fasores de corriente en la SPC, o sea, 
dos fasores por cuadrante; lo que sería, entonces, 1.8° dividido 
por dos, 0.9° por cada paso.  
 
Un WS es la energización solo de una bobina a la vez (Figura 
25), por lo cual se muestra como una característica 
desventajosa si a torque nos referimos. Al haber menos 
Figura 22. Explicación gráfica del efecto de la primera secuencia de pasos en el par 
de estatores verticales y el rotor, junto al diagrama de fase y tiempo completos. 
Fuente: Giorgos (2010) y Zaber (2014). 
Ia = 100% 
Ib = 100% 
Figura 23. Funcionamiento del motor paso-paso en modo half stepping. 
Fuente: Zaber (2014). 
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corriente, los resultados son evidentes. Este método es una 
forma de FS requerido cuando se busca ahorrar baterías. 
 
Normalmente se suele utilizar los FS y los HS, con resultados 
más que buenos en la resolución del movimiento. Sin embargo, 
existen aplicaciones en las que se requiere mayor suavidad de 
movimiento, que el motor paso-paso se asemeje lo más posible 
a un motor DC. En este caso se recurre a los micropasos, 
referido líneas a arriba como MS. Apunta Lazaridis (2010), si 
el controlador es diseñado con la capacidad de controlar la 
magnitud de la corriente de cada bobina, entonces el 
microstepping puede ser implementado. En la Figura 26 puede 
observarse que por cuadrante existen cuatro tipos de corriente 
diferentes, por consiguiente se tienen 16 PC en la SPC. El 
ángulo producto de una PC sería 1.8° dividido por cuatro, por 
ende 0.45° por cada paso. 
Figura 24. Funcionamiento del motor paso-paso en modo wave stepping. 
Fuente: Zaber (2014). 
Figura 25. Funcionamiento del motor paso-paso en modo microstepping. 
Fuente: Zaber (2014). 
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2.2.8.2. Controladores de motores paso-paso 
Estos dispositivos tienen la función básica de generar las 
variaciones de las dos corrientes (Ia e Ib) necesarias para 
energizar las dos bobinas del motor paso-paso (MPP), tan solo 
utilizando, como función primaria, dos pines de entrada: un 
Clock, que establece el cambio de corrientes, es decir el 
siguiente paso; y CW/CCW, para el sentido de giro del MPP, es 
decir horario y antihorario.  
 
En este trabajo se han usado dos diferentes tipos de 
controladores. Uno vino incluido con la máquina CNC que se 
adquirió, es el TOSHIBA TB6560AHQ (Figura 27a) y estaba 
presente en cada tarjeta de potencia dedicado a cada eje (tres 
en total); el otro, ya que hubo un accidente con una de las 
tarjetas, fue necesario reemplazarlo por uno de rápido acceso 
en el mercado regional, es el DRV8825 (Figura 27b).  
 
La principal diferencia entre ambos es evidente por la robustez 
que exponen, la corriente, mientras que el más grande permite 
una corriente máxima de 3.5 amperios, la otra solo 2.5. Sin 
embargo, ambas para los fines exclusivos de controlar el 
movimiento de los MPP, sirven correctamente. Para mejores 





Figura 26. Controladores  de MPP. (a) TB6560AHQ, (b) 
DRV8825. Fuente: elaboración propia. 
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                    Tabla 4. Características básicas de los controladores de MPP usados. 
Característica TB6560AHQ DRV8825 
Voltaje máximo 40 V 25 V 
Corriente máxima 3.5 A 2.5 A 
2-phase α* α 
1-2-phase α/2 α/2 
2W1-2-phase α/8 α/8 
4W1-2-phase α/16 α/16 
8W1-2-phase 
No cuenta con esta 
característica 
α/32 
Frecuencia máxima 600 KHz 250 KHz 
Sensado de 
corriente 
Sí, para las dos 
bobinas. 
Sí, para las dos 
bobinas. 
  * α es el ángulo de paso del MPP, comúnmente 1.8°. 
  Fuente: elaboración propia. 
  
2.2.9. La tecnología de arreglos de compuertas programables en campo 
También conocidos como FPGA (Field Programmble Gate Array), tal 
como lo indica Bozich (2005, 17), son circuitos lógicos programables in 
situ por el usuario usando un lenguaje de descripción de hardware, que 
requieren de herramientas de costo relativamente bajo, como el 
software de desarrollo y el dispositivo grabador. 
 
Estos dispositivos presentan diversas ventajas con respecto a los micro-
procesadores actuales. En primera instancia para procesar las señales de 
un robot se puede pensar en los Procesadores Digitales de Señales 
(DSP), que cuentan con las prestaciones en cierto modo adecuadas. Sin 
embargo, según la Berkeley Design Technology, Inc. (2006) y la 
National Instruments (2011, p. 1 y 2), existe una tecnología que supera 
al DSP con creces, y es la tecnología FPGA (siglas en inglés) o 
Arreglos de Compuertas Programables en Campo. Las razones son las 
siguientes: 
 
 Flexibilidad. Los FPGA pueden reestructurar el hardware según las 





 Mayor rendimiento con el procesamiento en paralelo. Permite 
arquitecturas altamente paralelas combinadas con las fuentes 
computacionales masivas para el procesamiento de densas 
cantidades de datos. 
 
 Como la industria de la electrónica evolucionó de procesos de 90 
nm, 65 nm y más allá, se incrementa la capacidad de empaquetar 
más circuitos, por lo que los diseñadores pueden trabajar más 
complejos procesadores que logren mejores presentaciones a través 
de sofisticadas instrucciones y micro-arquitecturas. 
 
 La fiabilidad. Mientras que las herramientas de software ofrecen un 
entor  no de programación, los circuitos de un FPGA son una 
implementación segura de la ejecución de un programa. Los 
sistemas basados en procesadores implican varios niveles de 
abstracción para auxiliar, programar las tareas y compartir los 
recursos entre procesos múltiples.  
 
 Los FPGA pueden incluir DSP’s embebidos según las necesidades 
del diseñador de hardware. 
 
Por estas ventajas se ha optado por estudiar a los FPGA con la finalidad 
de adoptarlos para la solución del problema del presente proyecto. 
 
2.2.9.1. De0_Nano_SoC de Altera-Intel 
Esta tarjeta de desarrollo cuenta con una plataforma de diseño 
de hardware bastante robusta basada en un FPGA 
Programmable-System-on-Chip, el cual combina una 
tecnología de vanguardia que incluye dos núcleos embebidos 
Cortex-A9 con diferentes dispositivos periféricos que aseguran 




Por lo tanto esta tarjeta cuenta básicamente con dos aspectos. 
El FPGA y el Hard Processor System (HPS). El primero 
engloba los siguientes componentes: 
 El chip Cyclone V SE 5CSEMA4U23C6N. 
 Un dispositivo de configuración serial: EPCS128. 
 USB.Blaster II para la descarga del .hex del programa. 
 2 botones. 
 4 switches deslizantes. 
 3 relojes de 50 MHz. 
 2 conectores header de 40 pines 
 1 conector header de expansión para conectarse con una 
tarjeta Arduino Uno. 
 10 entradas analógicas. 
 Un conversor A/D de 4 cables con interfaz SPI. 
 
Y por otro lado el HPS incluye: 
 Un procesador de 2 núcleos de 925MHz ARM Cortex-A9. 
 Una Memoria DDR3 SDRAM de 1GB, con bus de 32 bits. 
Figura 27. Tarjeta de desarrollo De0_Nano_SoC.  
Fuente: Terasic (2015). 
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 Puerto Ethernet Gigabit con conector RJ45. 
 Puerto USB OTG y USB con conector Micro-AB. 
 Un socket de tarjeta Micro SD. 
 Un Acelerómetros con comunicación I2C. 
 UART a USB con conector Mini-B. 
 Botón de reseteo caliente y otro frío. 
 Un botón y un led de usuario. 
 Un conector de expansión header 2x7 LTC. 
 
Pues bien, volviendo a lo relacionado al FPGA, los de Altera, 
comenzando el estudio desde lo más básico, están compuestos 
por Bloques Lógicos (BL) programables interconectados por 
switches programables tal  como se muestra en la Figura 30. 
Por medio de los BL se pueden escribir funciones lógicas 
booleanas usando los Look-up Tables (LUTS), que para la 
tarjeta en estudio, son de cuatro entradas. Las líneas selectoras 
de los multiplexores del LUT son las cuatro entradas 
mencionadas de éste, mientras que las entradas de los 
Figura 28. FPGA y HPS de la De0_Nano_SoC. 
Fuente: Terasic (2015). 
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multiplexores del LUT, son la tabla de verdad de la función 
booleana, según se lee en Altera-Intel (2015, p. 9). Es pues que 
mediante que una cantidad de 40000 LUTs el FPGA de esta 
tarjeta, que se elaboran los diseños de hardware de las 
aplicaciones a realizar por el usuario (Terasic, 2015, p. 11). 
 
Los cuantiosos BL de alguna forma deben estar 
interconectados, y pues, se hace uso de diferentes técnicas para 
organizarlos. Se recurre, primero, a la agrupación de 2 BL en 
un Adaptive Logic Module (ALM) en el que incluye también, 
como puede verse en la Figura 32, un registro flip-flop del tipo 
D (Terasic, 2015, p. 16). Y segundo, 10 ALM se empaquetan 
en los que es un Logic Array Block (LAB), y es éste el que se 
intercomunica con diferentes LABS en una matriz de estos 
distribuidos e interconectados por tres tipos de interconexión: 
Figura 30. Ejemplo de una función lógica booleana implementada  en una LUT. 
Fuente: Altera-Intel (2015). 
Figura 29. Matriz de bloques lógicos interconectados por 
switches programables. 
Fuente: Altera-Intel (2015). 
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Figura 32. Interconexión entre un LAB y un MLAB (LAB usado como memoria). 
Fuente: Altera-Intel (2015). 
Figura 32. Adaptive Logic Module (ALM) de los BL de Altera. 
Fuente: Altera-Intel (2015). 
una local en la que dentro de un LAB se comunican las 10 
ALM; una de enlace directo para comunicación de LABs 
adyacentes; y una por medio de columnas y filas llamado 
Estructura de Interconexión Multirack (ver Figura 33), para la 
comunicación entre LAB’s distantes, periféricos o 
complementos como memorias, PLL’s, núcleos, etc. 
 
En cuanto al desarrollo de proyectos existen diferentes 
entornos de programación c/u de estos especializado en un 
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campo en específico. Primero, por el lado del FPGA se hace 
uso como mínimo del Quartus Primer 16.0 Lite Edition (Figura 
34.a). Ésta es la última versión, y es donde empieza el proyecto 
y por medio del cual se le carga el archivo final .sof al FPGA. 
Se programa usando dos tipos de lenguaje de descripción de 
hardware, el Verilog o el VHDL. Por otro lado, si es que se 
desea agregarle un softcore, es decir, diseñar un núcleo de 
procesamiento, un sistema (con su procesador, su reloj, su 
identificación, su memoria RAM, ROM, sus periféricos, sus 
puertos de comunicación serial, etc.) para embeberlo en el 
chip, se requiere del software Qsys (Figura 34.b). Si se ha 
optado por esta opción es necesario también, ya que se tendría 
un procesador, la programación de éste. Habrá que utilizarse 
un entorno de programación en el que se utilizarían los 
lenguajes clásicos como el C o el C++. Es para esto el Nios II 
Software Build Tools for Eclipse (Figura 34.c). Más aún, si se 
(d) (c) 
(b) (a) 
Figura 33. Entornos de desarrollo de proyectos para programar la De0_Nano_SoC. (a) Quartus Prime 16.0 Lite Edition, 
(b) Qsys, (c) Nios II Software Build Tools for Eclipse, y (d) DS-5 ARM for Eclipse. 
Fuente: elaboración propia. 
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va a requerir la participación del HPS también otro entorno 
habría que usar, y éste es el DS-5 ARM for Eclipse. Aquí 
también se programa en C, C++, y otros lenguajes más como 
Java, Phyton, etc. Este último software es útil también para 
realizar conexiones usando el protocolo Secure Shell (SSH), el 
cual permite poder correr un programa creado en C, p. ej., en 
un sistema operativo corriendo en el HPS mediante una 
comunicación Ethernet.   
 
Para un entendimiento más profundo de los modos de 
programación, diseño y configuración del De0_Nano_SoC 
revisar el tutorial creado por Kashani y Beuchat (2015). Sin 
embargo, hay que aclarar que sin bien es cierto que dicho 
tutorial estudia al De1_SoC (una tarjeta un paso arriba de la 
que se aborda en el presente proyecto), las diferencias no son 
críticas ya que ambos utilizan el mismo chip Cyclone V, por lo 
que finalmente es lo mismo. 
 
Como se mencionó líneas arriba, uno de los modos de trabajar 
con el HPS es instalándole un sistema operativo, el Ubuntu, p. 
ej. Éste se instalaría en la tarjeta micro SD que viene incluida 
en la De0_Nano_SoC. Es necesario para ello utilizar una 
computadora (o una máquina virtual) en la que esté instalado el 
GNU/Linux, más específicamente la distribución XUbuntu; y 
seguir el procedimiento que Kashani y Beuchar (2015) 
exponen en su tutorial. 
 
2.3. Definición de términos 
Robot: manipulador automático servocontrolado, reprogramable, polivalente, 
capaz de posicionar y orientar piezas, útiles o dispositivos especiales, siguiendo 
trayectorias variables reprogramables, para la ejecución de tareas variadas. 
Normalmente tiene la forma de uno o varios brazos terminados en muñeca. Su 
unidad de control incluye un dispositivo de memoria y ocasionalmente de 
percepción del entorno. Normalmente su uso es el de realizar una tarea de 
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manera cíclica, pudiéndose adaptar a otra sin cambios permanentes en su 
material. 
 
Actuador: elemento de un sistema automatizado que actúa en la planta 
ejerciendo un cambio de la variable manipulada, que indirectamente tendrá un 
efecto en la variable manipulada. 
 
Efector-final (o actuador final): es el actuador o también conocido como la 
herramienta que ejercerá el trabajo sobre el material. 
 
Flexibilidad: capacidad del robot para ejercer diferentes trabajos con una 
misma herramienta. 
 
Versatilidad: capacidad del robot para ejercer diversos trabajos usando 
diferentes herramientas en una misma línea de producción. 
 
Eslabón: elemento normalmente rígido de un robot que une dos articulaciones. 
Articulación: eje de accionamiento de los eslabones normalmente acoplado a 
un motor. 
 
Eje: línea que divide por la mitad a la pieza mecánica que transmite el 
movimiento de rotación o traslación. 
 
Articulación rotacional: eje en el que la pieza mecánica que transmite el 
movimiento es rotacional. 
  
Articulación prismática: eje en el que la pieza mecánica que transmite el 
movimiento es lineal. 
 
Grado de libertad (GDL): son cada uno de los movimietos independientes 
que puede realziar cada articulación co respecto a la anterior. 
 
Robot Cartesiano: tipo de configuración en el que el robot se compone de 




Robot Articular (o articulado): tipo de configuración en el que el robot está 
compuesto por articulaciones rotacionales. 
 
Robot SCARA: brazo robótico de esamble selectivamente dócil compuesto 
por dos articulaciones rotacionales y una prismática. 
 
Robot Esférico (o Polar): tipo de configuración en el que el robot está 
compuesto por dos articulaciones rotacionales y una prismática para el alcance.  
Robot Cilíndrico: tipo de configuración en el que el robot está compuesto por 
una articulación rotacional y dos prismáticas.  
 
Máquina-herramienta: máquina con capacidades automáticas para la 
realización de trabajos a precisión en la industria. 
 
Máquina NC: máquina-herramienta pionera en el mecanizado que basa su 
trabajo en el control numérico de sus coordenadas usando tarjetas perforadas, 
cintas magnéticas, etc. 
 
Máquina CNC: máquina-herramienta que sucede a la NC y utiliza una 
computadora para el control numérico, por ello CNC, control numérico por 
computadora. 
Mecanizado: es la remoción del material de un sólido específico. 
 
Husillo guía: es la varilla roscada que permite el movimiento a lo largo del eje 
prismático. 
 
Exactitud: medida de la capacidad de la máquina CNC para realizar sus 
movimientos correctamente. 
 
Resolución de control: es la resolución dado por el máximo valor entre la 




Resolución de control mecánico: es el cociente entre el paso del husillo guía 
(mm/rev) y la cantidad de pasos por revolución del motor paso-paso. 
 
Resolución de control del computador: es el cociente entre el rango del eje 
(mm) y el número máximo en un registro de x bits. 
 
Repetibilidad: medida de la capacidad de la máquina CNC para volver al 
mismo punto un número indeterminado de veces. 
 
Dispositivos de entrada: son los protocolos de comunicación (RS-232, USB, 
Ethernet, etc.) que permitirán al usuario comadar a la máquina-herramienta. 
 
Unidad de Cotrol de Máquina (MCU): unidad compuesta por la unidad de 
procesamiento de datos y la unidad de bucle de control. 
 
Unidad de procesamiento de datos (DPU): unidad encargarda de la recepción 
de las partes del programa (trabajo a realizar por la máquina-herramienta) para 
su interpretación y posterior codificación. 
 
Unidad de bucle de control (CLU): unidad encargada de recibir los datos de 
la unidad precedente para convertirlas en señales eléctricas hacia los 
controladores y drivers de potencia respectivos. También se encarga de 
controlar funciones como activar o desactivar lo efectores-finales, coolers, etc. 
 
Sistema del driver: permite dotar de la corriente necesarias a las señales 
eléctricas generadas por el CLU. 
 
Dispositivos de retroalimentación: son los sensores que forman parte de un 
sistema de control a lazo cerrado. 
 
Unidad de display: es la unidad que sirve como dispositivo interactivo entre el 




Análisis estructural: es el análisis orientado a evaluar las condiciones de una 
estructura, sometiéndola a diversas pruebas en los que se evalúan su 
elasticidad, resistencia, estrés a los trabajos continuos, etc. 
 
Estudio de la Tensión de Von Mises: técnica de análisis estructural basada en 
la teoría de la distorsión máxima, por lo tanto a un material lo somete a 
tensiones extremas de modo que conoce los límites y zonas más propensas a 
sufrir fisuras. 
 
Estudio de Desplazamiento: técnica de análisis estructural orientada a medir 
el desplazamiento producto de la fuerza aplicada sobre una zona del objeto. 
 
Estudio de la Deformación Unitaria Equivalente: técnica de análisis 
estructural para establecer un índice para apreciar la deformación de los ejes 
sometidos a esfuerzos de tensión o comprensión axial. 
 
Estudio del Factor de Seguridad: técnica de análisis estructural para 
cuantificar la seguridad de la estructura, según una criterio de fallos ante 
posibles fisuras. 
 
Cinemática: estudio de los movimientos de los cuerpos con posición y 
orientación en un espacio cartesiano prescindiendo de las fuerzas ejercidas. 
 
Dinámica: estudio de los movimientos de los cuerpos con posición y 
orientación en el que sí se toman en cuenta las fuerzas o pares ejercidos en las 
articulaciones. 
 
Control monoarticular: es el estudio dinámico concentrado solo en los 
actuadores o motores de las articulaciones, prescindiendo de tal forma del resto 
de influencias mecánicas propias de la estructura del robot. 
 
Cinemática directa: es el análisis de la evolución del movimiento del efector-




Cinemática inversa: es el análisis de la evolución del valor de las 
articulaciones en función de la posición y orientación del efector-final. 
 
Cadena cinemática: es una serie de eslabones unidos por articulaciones. 
 
Matriz de Transformada Homogénea (MTH): es un método matricial que 
permite una representación conjunta de la posición y de la orientación de un 
objeto o sistema determinado en el espacio cartesiano. 
 
Trayectorias punto a punto: son trayectorias realizadas por el efector-final 
que solo establecen un punto  de inicio y uno final sin interesar la evolución de 
las variables articulares. 
 
Movimiento eje a eje: es un movimiento como parte de las trayectorias punto 
a punto en el que solo funciona un eje a la vez. 
 
Movimiento simultáneo de ejes: es un movimiento como parte de las 
trayectorias punto a punto en el que todos los ejes empiezan funcionando 
simultáneamente, pero que sin embargo, al tener c/u de este una velocidad 
diferente, la culminación del trabajo es dispar. 
 
Trayectorias coordinadas o isócronas: es un movimiento como parte de las 
trayectorias punto a punto en el que todos los empiezan y culminan su trabajo 
al mismo tiempo. 
 
Trayectorias continuas: son trayectorias realizadas por el efector-final que 
establecidos el punto de inicio y final de trabajo, se elaboran modelos 
matemáticos para que el efector-final cumpla con una trayectoria específica. 
 
Binarización: proceso en el que una imagen cualquiera en formato .png, .jpg, 
etc., es transformada en una imagen blanco (valor 0) y negro (valor 1) y 




Motor paso-paso (MPP): es una clase de motor de corriente continua que se 
mueve mediante una codificación de la corriente que lo alimenta y en la que 
sus rotores y estatores presentan una serie de dientes que determinan el ángulo 
mínimo de movimiento. 
 
Paso Completo (PC): es el paso generado por el cambio de las corrientes de 
las dos bobinas del motor paso-paso, que siendo expresado dicho cambio en un 
diagrama de fase, representaría solo un cambio de los 4 como mínimo que se 
requiere para lograr una Secuencia de Paso Completa. 
 
Secuencia de Paso Completa (SPC): es una serie de cambios de las corrientes 
de las dos bobinas del motor paso-paso, que si son expresadas en un diagrama 
de fases se observaría un ciclo completo, es decir 360°, lo que se reflejaría en 
el motor paso-paso como un paso. 
 
Full Stepping (FS): es el modo de operación del motor paso-paso en el cual 
con un SPC se obtiene el ángulo característico de giro, 1.8° como estandar 
entre los comerciales. 
 
Half Stepping (HS): es el modo de operación del motor paso-paso en el que el 
ángulo característico es dividido por 2. 
 
Microstepping (MS): es el modo de operación del motor paso-paso en el que 
el ángulo característico es dividido por un número mayor y múltiplo de 2. 
 
Arreglo de Compuertas Programables en Campo (FPGA): es un 
dispositivo con una gran cantidad de bloques lógicos interconectados con 
switches programables, con la característica que son programables in situ por 
medio de un lenguaje de descripción de hardware. 
 
Hard Processor System (HPS): hace referencia a un sistema de 




Sistemas programables en Chip (PSoC): son sistemas digitales complejos 
diseñados y embebidos en un FPGA utilizando un lenguaje de descripción de 
hardware. 
 
ARM Cortex-A9: es un procesador con una arquitectura RISC de 32 bits de la 
empresa ARM. 
 
Arquitectura RISC: Reduced Instructions Set Computer, arquitectura basada 
en instrucciones realizadas en un ciclo de reloj, relacionadas a órdenes muy 
específicas como cargar o guardar un dato en un registro determinado. 
 
Arquitecctura CISC: Complex Instructions Set Computer, arquitectura 
basada en instrucciones realizadas en más de un ciclo de relojo, relacionadas a 
órdenes que abarcan diferentes tareas como multiplicar o sumar, si la necesidad 
de estar especificando una línea de código para cargar o guardar un dato en los 
registros. 
 
DDR3: Double Data Rate type three es un tipo de memoria RAM de la familia 
de las SDRAM con capacidades de transferencia desde los 8530 MB/s hasta los 
18000 MB/s. 
 
RAM: Memoria de acceso aleatorio en la que se puede escribir o leer un dato 
en cualquier posición a un tiempo de lectura o escritura igual. 
 
SDRAM: Memoria de acceso aleatorio del tipo DRAM en el que el cambio de 
estado de la misma está regida por una señal de reloj externa. 
 
DRAM: Memoria dinámica de acceso aleatroio, la cual está basada en 
condensadores, que paulatinamente van perdiendo su carga prograsivamente si 
es que no existe un circuito dinámico de refresco que cargue los condensadores 




SRAM: Memoria estática de acceso aleatorio, la cual está basada en 
semiconductores, lo que le otorga la  capacidad de mantenr los datos mientras 
siga alimentada sin necesidad de un circuito de refresco. 
 
ROM: Memoria de solo lectura. Es un medio de almacenamiento utilizado en 
dispositivos electrónicos que, tal como lo indica su nombre, permite solo la 
lectura de los datos independientemente de la presencia o no de alimentación. 
 
Bloque Lógico (BL): es bloque que contiene una LUT y sirve como referencia 
para la explicación de la infraestructura de los FPGA de la marca Altera. 
 
Lookup Table (LUT): en los FPGA de Altera, es una tabla de verdad de 4 
entradas. 
 
Adaptive Logic Module (ALM): en los FPGA de Altera, es un módulo en el 
que se incluyen principalmente 2 BL, multiplexores y registros flip-flop del 
tipo D. 
 
Logic Array Block (LAB): en los FPGA de Altera, es un bloque que contiene 
10 ALM. 
 
Memory Logic Array Block (MLAB): en los FPGA de Altera, es un LAB 
pero dedicado a servir como memoria. 
 
Interconexión local: en los FPGA de Altera, es la interconexión que existe 
entre los 10 ALM's de un LAB. 
 
Interconexión de enlace directo: en los FPGA de Altera, es el modo de 
interconectar LAB's adyacentes. 
 
Estructuras de Interconexión Multitrack: en los FPGA de Altera, es el 
modo de interconectar LAB distantes y diferentes complementos del FPGA 




VHDL: es un lenguaje de descripción de hardware definido por el IEEE usado 
para describir circuitos digitales. 
 






3.1.3. Unidad de análisis 
CNC Joyo – 2020. 
3.2. Método 
3.2.1. Nivel de investigación 
Descriptivo. 
 
3.2.2. Diseño de investigación 
De campo. 
 
3.2.3. Variables de estudio y operacionalización 
3.2.3.1. Variables Independientes 
Tabla 5. Definición conceptual y operacional de las variables independientes 
Variable Definición Conceptual Definición Operacional 
VI1: La programación 
de la tarjeta de 
desarrollo 
De0_Nano_SoC y una 
PC. 
Es la codificación de los 
algoritmos necesarios para poder 
generar pulsos eléctricos en 
función de algoritmos 
matemáticos que se rigen por 
coordenadas cartesianas 
establecidas y graficadas por un 
usuario u operario. 
Procedimiento en el que intervienen 
las siguientes operaciones: 
- La creación de un archivo .sof 
para el FPGA con las 
exigencias de precisión para la 
generación de pulsos de período 
variable, utilizando el Quartus 
Prime 16.0 Lite Edition y el 
Qsys. 
- La instalación de un sistema 
operativo Ubuntu 14.04 en el 
HPS, usando el sistema 
operativo XUbuntu 15.0. 
- La creación de un archivo .hex 
para  ser corrido por el 
procesador del HPS orientado a 
la recepción y procesamiento de 
las trayectorias de trabajo 
requeridas por el usuario u 
operario, haciendo uso del 
entorno de programación DS-5 
ARM for Eclipse. 
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- El desarrollo de scripts .m para 
el procesamiento digital de 
imágenes usando el software 
Matlab. 
- El desarrollo de un aplicativo 
en la PC como interfaz gráfica 
de usuario, usando el entorno 
de programación Visual Studio 
.net. 
VI2: La integración de 
la tarjeta de desarrollo 
De0_Nano_SoC, la PC 
y una máquina CNC 
Joyo – 2020. 
Es el resultado de la 
transformación de la máquina 
CNC a un robot cartesiano, capaz 
de responder a las exigencias del 
usuario u operario en miras de 
realizar trabajos de trazar figuras 
en un plano de trabajo. 
Se utiliza del protocolo SSH para 
manejar vía Ethernet el sistema 
operativo Ubuntu 14.5 instalado en 
el HPS, usando el DF-5 ARM for 
Eclipse, de tal forma que se pueda 
inicializar el programa principal del 
robot «Alma_Caliopena_2v0.c». Y 
luego se corre la interfaz gráfica de 
usuario «RoboUPAO» en la PC. 
Con ambos programas, el robot 
cartesiano está listo para realizar 
trabajos de trazado según las 
indicaciones del usuario u operario. 
      Fuente: elaboración propia. 
 
3.2.3.2. Variable Dependiente 
     Tabla 6. Definición conceptual y operacional de la variable dependiente. 
Variable Definición Conceptual Definición Operacional 
VD: Desarrollo de una 
metodología para el 
control de los 
movimiento de un 
robot industrial. 
Es el procedimiento que culmina 
en una interfaz gráfica de usuario 
orientado al modelado cinemático 
de un robot cartesiano y al control 
de las funciones del mismo para 
que realice trabajos de trazado de 
imágenes en un plano. 
Mediante el ingreso de dos valores 
estructurales («za», longitud de la 
base del área de trabajo hasta el 
punto intermedio del eje Y; y «he», 
longitud de un punto intermedio del 
eje Z en la herramienta a la altura 
del punto intermedio del eje Y hasta 
el extremo de la herramienta) en la 
interfaz gráfica «RoboUPAO», se 
modela cinemáticamente el robot 
antes de realizar los trabajos 
requeridos por el usuario u 
operario. 
Software que posibilita al usuario la 
interacción con el robot haciendo 
uso de dos tipo de movimiento: 
- Una de trayectoria punto a 
punto, de forma isócrona, 
- y otro de trayectoria isócrona y 
continua a partir de una imagen 
.jpg o .png. 







3.2.4. Técnicas e instrumentos de recolección de datos 
Cada programa o script aquí mencionado, de cualquiera de los 
lenguajes utilizados como el de Matlab, C, VHDL y Visual Basic, se 
encuentra debidamente publicados en la sección anexos. 
   Tabla 7. Instrumentos y técnicas de las variables. 
Variable Instrumentos Técnicas 
VI1 
1 
Tabla en la que se muestren los 
períodos de una serie de pulsos 
eléctricos generados por el FPGA, que 
abarquen un amplio abanico de 
variaciones, desde las más pequeñas en 
el orden de los microsegundos hasta el 
orden de los segundos. 
Mediante la utilización de un 
osciloscopio, observar y anotar el 
período generado por los pulsos 
del FPGA en diferentes turnos, en 
orden a las variaciones 
descendentes de los valores de los 
períodos, comenzando en el orden 
de los segundos, y terminando en 
el de los microsegundos. La 
cantidad de variación es arbitraria 
e irregular. 
2 
Gráfica en la que se muestran las 
coordenadas decodificadas (por el 
programa del Robot, 
«Alma_Caliopena_2v0.c») de las 
tramas enviadas desde la PC vía 
Ethernet, contrastadas con las 
originales. 
1) Abrir la interfaz gráfica 
de usuario del robot: 
«RoboUPAOv1.2». Y 
correr el programa 
«Alma_Calíopena_2v0.c
» en el DS-5 ARM for 
Eclipse utilizando el 
protocolo SSH. 
2) En la caja de grupo 
«Trayectorias» cargar la 
imagen de prueba 
«FiguraPrueba3.png». 
3) Esperar a que carguen las 
coordenadas X,Y,Z en las 
cajas de texto, 
respectivamente de arriba 
a abajo. Guardar las 
coordenadas obtenidas 
por Matlab. Y hacer clic 
en el botón «enviar». 
4) Visualizar y guardar las 
coordenadas 
decodificadas que se 
muestran en el App 
Console de la pantalla 





Gráfica en la que se muestra la 
interpolación de las tres variables 
articulares con unidades convertidas de 
píxeles a pasos, generadas por el 
programa del Robot   
(«Alma_Caliopena_2v0.c») y por el 
Matlab, mediante el script 
«Genera_trayectoria.m». 
1) Abrir la interfaz gráfica 
de usuario del robot: 
«RoboUPAOv1.2». Y 
correr el programa 
«Alma_Caliopena_2v0.c
» en el DS-5 ARM for 
Eclipse utilizando el 
protocolo SSH. 
2) En la caja de grupo 
«Trayectorias» cargar la 
imagen de prueba 
«FiguraPrueba3.png». 
3) Esperar a que carguen las 
coordenadas X,Y,Z en las 
cajas de texto, 
respectivamente de arriba 
a abajo. Y hacer clic en el 
botón «enviar». 
4) Visualizar y copiar las 
coordenadas (en pasos) 
interpoladas que se 
muestran en el App 
Console de la pantalla 
DS-Debug del software 
DS-5. 
5) Guardar los datos de la 
interpolación que se 
almacenan en el archivo 
«valores_qinterpol_perc.





Gráfica en la que se muestra el 
resultado del algoritmo en 
«Alma_Caliopena_2v0.c» para la 
generación de las velocidades a 
utilizarse para cada motor paso-paso, 
contrastada con las generadas usando 
el script «Genera_trayectoria.m». 
1) Abrir la interfaz gráfica 
de usuario del robot: 
«RoboUPAOv1.2». Y 
correr el programa 
«Alma_Caliopena_2v0.c
» en el DS-5 ARM for 
Eclipse utilizando el 
protocolo SSH. 
2) En la caja de grupo 
«Trayectorias» cargar la 
imagen de prueba 
«FiguraPrueba3.png». 
3) Esperar a que carguen las 
coordenadas X,Y,Z en las 
cajas de texto, 
respectivamente de arriba 
a abajo. Y hacer clic en el 
botón «enviar». 
4) Visualizar y copiar las 
velocidades de los 
motores paso-paso que se 
muestran en el App 
Console de la pantalla 
DS-Debug del software 
DS-5. 
5) Guardar los datos 
generados relacionados a 
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los conteos de período 
(Per_c) que se almacenan 
en el archivo 
«valores_qinterpol_perc.





Una tabla en la que se muestre el área 
de tres figuras geométricas, cada una 
guardada en un archivo .png,  y el área 
de las mismas luego de ser procesadas 
digitalmente. 
1) Usando el script 
«Error_Area.m» en 
Matlab, evaluar la 
primera figura: 
«FiguraPrueba11.png». 
(Esta figura, y el resto, 
pueden descargarse de la 
dirección de la página 
web que se encuentra en 
la sección Anexos – 
Robot cartesiano). Y 
hacer las anotaciones 
respectivas de las áreas 
de la figura real 
(mostrada en la ventana 
de comandos como la 
variable 
«fig_paint_mm2») y de la 
figura procesada 
(mostrada en la ventana 
de comandos como la 
variable 
«fig_calc_mm2»). 
2) Usando el script 
«Error_Area.m» en 
Matlab, evaluar la 
segunda figura: 
«FiguraPrueba12.png». Y 
hacer las anotaciones 
respectivas de las áreas 
de la figura real 
(mostrada en la ventana 
de comandos como la 
variable 
«fig_paint_mm2») y de la 
figura procesada 
(mostrada en la ventana 
de comandos como la 
variable 
«fig_calc_mm2»). 
3) Usando el script 
«Error_Area.m» en 
Matlab, evaluar la tercera 
figura: 
«FiguraPrueba13.png». Y 
hacer las anotaciones 
respectivas de las áreas 
de la figura real 
(mostrada en la ventana 
de comandos como la 
variable 




(mostrada en la ventana 






Una tabla en la que se muestre la 
longitud de 10 muestras de: 
- Una línea de 2 mm. 
- Una línea de 6 mm. 
- Una línea de 20 mm. 
 
1) Abrir la interfaz gráfica 
de usuario del robot 
«RoboUPAOv1.2» y 
correr el programa 
principal del robot 
«Alma_Caliopena_2v0.c
», usando el protocolo 
SSH, en el DS-5 ARM 
for Eclipse.  
2) Colocar en la base de 
trabajo del robot una hoja 
milimetrada. 
3) En «RoboUPAOv1.2», ir 
a la pestaña «Pruebas 
Laboratorio» ubicada en 
la caja de grupo 
«Trayectorias». 
4) Ingresar en la caja de 
texto de «Longitud de 
líneas» 2, para las 
primeras muestras, con 
un número de 10, 
ingresadas en la caja de 
texto de «Número de 
líneas». 
5) Una vez culminadas, 
seguir con las 10 líneas 
restantes de una longitud 
de 6. 
6) Hacer lo mismo con las 
10 últimas de longitud 
20. 
2 
Una tabla en la que se muestre el área 
de 3 figuras geométricas guardadas en 
los archivos: «FiguraPrueba11.png», 
«FiguraPrueba12.png» y 
«FiguraPrueba13.png»; y el área de 
dichas figuras dibujadas en un papel 
milimetrado por el robot cartesiano. 
1) Abrir la interfaz gráfica 
de usuario del robot 
«RoboUPAO» y correr el 
programa principal del 
robot 
«Alma_Caliopena_2v0.c
», usando el protocolo 
SSH, en el DS-5 ARM 
for Eclipse.  
2) Colocar en la base de 
trabajo del robot una hoja 
milimetrada. 
3) En la caja de grupo 
«Trayectorias» hacer clic 
en el botón «Examinar». 
Buscar la primera figura 
de prueba: 
«FiguraPrueba11.png». 
Esperar a que carguen las 
coordenadas en las 
respectivas cajas de texto 




Y hacer clic en el botón 
«Iniciar ». 
4) Mover la hoja 
milimetrada. 
5) Repetir la misma figura 
por 5 veces. 
6) Repetir el paso 3, 4 y 5 





Una tabla en la que se muestre el 
número de pasos total requeridos para 
obtener el modelo cinemático del robot 
cartesiano usando: la interfaz gráfica 
«RoboUPAOv1.2» y el toolbox de 
modelado matemático para robots de 
Corke. 
1) Abrir la interfaz gráfica 
«RoboUPAOv1.2» y 
dirigirse a la pestaña 
«Cinemática del robot».  
2) Ingresar los datos 
solicitados. 
3) Clic en el botón 
«Actualizar» 
4) Anotar el número de 
pasos realizados para el 
modelado cinemático. 
5) Abrir Matlab y usar el 
toolbox de Corke para el 
modelado cinemático del 
robot cartesiano. 
6) Anotar el número de 
pasos realizados.  
2 
Un cuestionario que pregunte por cada 
libertad del código libre sugerido por 
la FSF. 
Anotar las cuatro respuestas 
relacionadas al programa creado 
«RoboUPAOv1.2». 
      Fuente: elaboración propia. 
 
3.2.5. Técnicas de procesamiento de datos 
Tabla 8. Técnicas de procesamiento de datos de las variables. 




Haciendo uso de una hoja de 
cálculo en Excel, crear dos 
campos: Período deseado y 
Período medido. Y por cada 
período medido, anotar su 
período deseado y anotarlo 
en su respectivo campo. El 
período deseado está en 
función del contador del 
FPGA y de la frecuencia de 
oscilación, 50 MHz. 
2 
Utilizando un script de 
Matlab, llamar a la función 
«plot()», y utilizando los 
datos reales encontrados en 
las cajas de texto de 
«RoboUPAOv1.2» y los que 
se encontraron en el App 
Console de la pantalla DS-
Debug del software DS-5, 
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obtener las gráficas de uno 
de los ejes, puede ser del X, 
Y o Z. 
3 
Usando un script de Matlab, 
llamar a la función «plot()», 
y con los datos de la 
interpolación de los 
movimientos de las 
articulaciones obtenidos de 
Matlab y el App Console, 
realizar las gráficas. 
4 
Usando un script de Matlab, 
llamar a la función «plot()», 
y con los datos de las 
velocidades de los 
movimientos de las 
articulaciones obtenidos de 
Matlab y el App Console, 
realizar las gráficas. 
5 
Anotar los valores de las 
variables «fig_paint_mm2» 
y «fig_calc_mm2» por cada 
figura geométrica de prueba, 
calculadas con Matlab, en 
una hoja de cálculo, en la 
que se observen tres campos: 




Medir las 30 líneas 
dibujadas por el robot 
cartesiano con una regla 
milimetrada e ingresar 
dichas mediciones en una 
hoja de cálculo. 
2 
Usando una regla 
milimetrada y las fórmulas 
para hallar el área del 
rectángulo, triángulo y 
círculo, anotar los resultados 
de las áreas de cada figura 
geométrica realizada por el 
robot. Cada figura 
geométrica se repite 5 veces, 
por lo tanto, solo se guarda 
el promedio en una hoja de 
cálculo con los siguientes 
campos: «Figura», «Área 
calculada» (que es el área de 
la figura procesada 
digitalmente), «Área 
trabajada» (de la figura 
trabajada por el robot).  
VD 1 
En una hoja de cálculo 
anotar el número de pasos 
necesarios para la 
cinemática del robot 
cartesiano usando 
«RoboUPAOv1.2» y el 




En una hoja de cálculo 
anotar las 4 respuestas del 
cuestionario para evaluar las 
cuatro libertades de 
«RoboUPAOv1.2» y de 
«KUKA.SIM» 
      Fuente: elaboración propia. 
 
3.2.6. Técnicas de análisis de datos 
    Tabla 9. Técnicas de análisis de datos de las variables. 




Error porcentual entre el 
período deseado y el 
medido. 
2 
Error porcentual entre los 
valores decodificados y 
reales de las coordenadas. 
3 
Error porcentual entre los 
valores interpolados por el 
programa principal del robot 
(«Alma_Caliopena_2v0.c») 
y por el script de Matlab 
«Genera_trayectoria.m». 
4 
Error porcentual entre las 
velocidades obtenidas por el 
programa principal del robot 
(«Alma_Caliopena_2v0.c») 




Error porcentual entre el 
área real de la figura 
geométrica y el área de la 




Utilizando la ec. (2) hallar la 
exactitud del robot 
cartesiano para las líneas de 
2, 6 y 20 mm. 
2 
Error porcentual entre el 
área de la figura geométrica 
procesada en Matlab y la 




Búsqueda de la que tiene 
menos pasos para la 
realización del modelo 
cinemático del robot. 
2 
Encontrar el que tiene más 
libertades de código libre. 






4.1. Análisis estructural 
La máquina CNC con la que se trabaja en el presente proyecto es la CNC Joyo – 
2020 de origen chino, mostrada en la Figura 35 con sus especificaciones básicas 
en la Tabla 10.  
Tabla 10. Especificaciones de la máquina CNC 
Desplazamiento en X 210 mm 
Desplazamiento en Y 190 mm 
Desplazamiento en Z 75 mm 
Área de trabajo 250x320 mm 
Distancia/revolución 1.6 mm 
Velocidad máxima de traslación 1800 mm/min 
Repetibilidad 0.04 mm 
Tamaño de la máquina CNC Largo 440 mm 
Ancho 440 mm 
Alto 460 mm 
Peso 13kg 
       Fuente: elaboración propia. 
 
Esta máquina-herramienta está formada por tres eje, dos de los cuales (el Y y el 
Z) están unidos mediante un eslabón, de tal forma que el eje X, viene ser 
independiente. Esta configuración es beneficiosa par para que este último eje no 
tenga que lidiar con el peso de los eslabones de los ejes dependientes y de la 
herramienta, reduciéndose así, las vibraciones. 
 
 
Figura 34. Máquina CNC JOYO-2020. 







Para el análisis estructural, dada la gran cantidad de piezas de la Joyo – 2020, es 
necesario buscar una simplificación de la estructura, haciendo hincapié en las 
zonas más propensas a sufrir daños. Es por ello que de acuerdo a lo que se 
muestra en la Figura 36, es posible observar que ambos eslabones laterales, son 
los que dan soporte a los dos últimos ejes, agregados a estos, la herramienta que 
se lo acopla a la máquina-herramienta. La tabla 11, muestra las propiedades de 
principales piezas que forman la estructura de acero a analizar. 
 
Ahora bien, antes de iniciar el análisis es preciso establecer un área de acción, en 
la que las fuerzas son aplicadas. La figura 37, muestra claramente la inclusión de 
un plano que intercepta al eje Y. Esta es una forma de reemplazar el peso 
acumulado por elementos del eje Z, que en total pesan 2.07 Kg, por lo tanto las 
fuerzas los extremos sumarán aprox. 20.09 N. Los resultados del análisis se 
muestran en la tabla 12.  
 
 
Figura 35. Estructura a analizar. 
Fuente: elaboración propia. 




Tabla 11. Propiedades de la muestra estructural a analizar. 
Imagen de referencia Tratado como Propiedades 
 
Sólido 
Masa 0.486528 kg 
Volumen 0.000180195 m3 
Desindad 2700 kg/m3 
Peso 4.76797 N 
 
Sólido 
Masa 0. 483177 kg 
Volumen 0.000178954  m3 
Desindad 2700 kg/m3 
Peso 4.73513 N 
 
Sólido 
Masa 0.300838 kg 
Volumen 0.000111421   m3 
Desindad 2700 kg/m3 
Peso 2.94821 N 
 
Sólido 
Masa 0.641467 kg 
Volumen 0.00023758    m3 
Desindad 2700 kg/m3 
Peso 6.28638 N 
 
Sólido 
Masa 0.413543 kg 
Volumen 0.000153164 m3 
Desindad 2700 kg/m3 
Peso 4.05272  N 
 
Sólido 
Masa 0.41355 kg 
Volumen 0.000153167 m3 
Desindad 2700 kg/m3 
Peso 4.05279 N 














Tabla 12. Resultados del análisis estructural 
Estudio Estructura  Valor resultante 

















Factor de seguridad 
 
El factor de 
seguridad mínimo 
es de 207.704  
 
    Fuente: elaboración propia. 
4.2. Cinemática directa e inversa 
Debido a que el eje X del robot es independiente del resto de ejes, la cadena 
cinemática debe dividirse en dos. Por lo tanto, basados en la distribución del 
sistema de referencia de la primera articulación (Figura 38a), en las ec. (6) y (7), 
y como no existe cambio en la orientación, se obtiene la ec. (24). 
          𝑇1 = 𝐴1
0 = [
1 0 0 𝑞1
0 1 0 0
0 0 1 0
0 0 0 1
]                     (24) 
Luego para el resto de sistemas, observando la Figura 38b, se obtienen las 
ecuaciones (25), (26), (27) y (28). 
𝐴2
1 = [
1 0 0 −𝑥
0 1 0 𝑞2
0 0 1 𝑧𝑎
0 0 0 1




       𝐴3
2 = [
1 0 0 𝑥
0 1 0 0
0 0 1 0
0 0 0 1
]                          (26) 
         𝐴4
3 = [
1 0 0 0
0 1 0 0
0 0 1 −(ℎ𝑒 + 𝑞3)
0 0 0 1
]              (27) 




1 0 0 0
0 1 0 𝑞2
0 0 1 𝑧𝑎 − (ℎ𝑒 + 𝑞3)
0 0 0 1
]            (28) 
Por lo tanto, las tres siguientes ecuaciones representan la cinemática directa, y 
las tres últimas, la indirecta. 
  𝑃𝑥 = 𝑞1            (29) 
              𝑃𝑦 = 𝑞2              (30) 
       𝑃𝑧 = 𝑧𝑎 − (ℎ𝑒 + 𝑞3)              (31) 
  𝑞1 = 𝑃𝑥            (29) 
              𝑞2 = 𝑃𝑦               (30) 

























Figura 37. Sistemas cartesianos de los elementos del robot cartesiano. (a) Sistema de la 
articulación y eslabón primeros, independiente del resto. (b) Articulaciones y eslabones de 
los dos últimos ejes; además se resaltan las dos variables estructurales básicas: za y he.  




4.3. Interpolación de trayectorias 
En este caso se opta por hacer una combinación de la interpolación cúbica con el 
algoritmo de cálculo de velocidades de Austin (2004), debido que la ec. (14), 
ecuación para la generación de velocidades de paso del interpolador, no está en 
función de un contador que aumenta según la frecuencia de trabajo de un 
microcontrolador, o mejor dicho, en este caso, de un FPGA. Por ende, se tiene 
en cuenta los siguientes puntos: 
- Las coordenadas iniciales obtenidas por el algoritmo de procesamiento 
están en píxeles. 
- Al recibir las coordenadas el HPS, los píxeles los convierte a pasos. 
- El interpolador de trayectorias lo que hace es interpolar las coordenadas 
expresadas en pasos, teniendo como mínima cantidad de movimiento 1 
paso.  
- El interpolador va a muestrear cada uno de los pasos cada 1 segundos-
paso, esto último se ha creído conveniente contraerlo a «spasos», que 
sería la unidad de tiempo para el interpolador del HPS, que sin embargo, 
su concepto se limita solo a servir de referencia para el interpolador, el 







Pasos ω (rad/s) 
s spasos 
Figura 38. Gráficas que representan al interpolador cúbico en función del algoritmo de 
Austin (2004). Spasos solo es referencial para ubicar la posición en el vector de pasos. 
Fuente: elaboración propia. 
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4.4. Diseño del hardware de control 
4.4.1. Hardware para la generación de pulsos periódicos 
En la Figura 40 se muestra el símbolo del hardware creado para la 
generación de pulsos con período variable. Cuenta con las siguientes 
entradas y salidas: 
 Clk: recibe el reloj del sistema a 50 MHz. 
 Pulsos_com_write_data[31..0]: recibe el valor del conteo que 
dividido por la frecuencia del reloj, da el valor del período en 
segundos. 
 Pulsos_com_reset_n: resetea el bloque. 
 Pulsos_com_enable: habilita el bloque. 
 Pulsos_com_query: bandera de solicitud para saber si ya se ha 
generado el pulso deseado. 
 Pulsos_com_start: comenzar con la lectura del nuevo período del 
pulso a generar. 
 Pulsos_com_direc_rot: dirección de giro del motor; 1 lógico, 
horario. 
 Fin_de_carrera: cuando se activa el switch de final de carrera llega 
un 1 lógico a esta entrada, y se deniega cualquier solicitud de 
generación de pulso. 
 Pulse_ready: una vez que se ha generado el pulso, un 1 lógico sale 
por este pin. 
 Pulsos: salida de los pulsos. 
 Direc: salida de la dirección de giro del motor. 
El código VHDL del bloque generador de pulsos se puede ver en la 
sección Anexos – diseño de hardware.  
Figura 39. Símbolo del hardware generador de pulsos  con período variable. 
Fuente: elaboración propia. 
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4.4.2. Hardware para la comunicación FPGA-HPS 
Para lograr la comunicación óptima entre el FPGA y el HPS se requiere 
de dos bloques. Uno que cree un puente entre el ambos, realizando unas 
configuraciones del HPS y la memoria DDR3; y dos, que gestione los 
datos recibidos en el FPGA. Según se ve en la Figura 41, el bloque 
«Alma_Caliopena_2v0», creado utilizando el Qsys, tiene una serie de 
pines  que van hacia la entrada del bloque «GESTION_PUENTE». Las 
entradas de este último se listan a continuación.  
 Clk: entrada del reloj del sistema a 50 MHz. 
Figura 40. El bloque «Alma_Caliopena_2v0» encargado de las configuraciones de la de la memoria DDR3 
y de la comunicación entre el FPGA y el HPS. Y el bloque «GESTION_PUENTE», recibe las órdenes 
enviadas desde el HPS y las distribuye a los generadores de pusos de c/eje. 
Fuente: elaboración propia. 
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 reset_n: resetea el bloque. 
 X_Fin_de_carrera: recibe la señal del switch de final de carrera del 
eje X. Cuando se activa, recibe un 1 lógico, y se detienen las 
operaciones. 
 Y_Fin_de_carrera: recibe la señal del switch de final de carrera del 
eje Y. Cuando se activa, recibe un 1 lógico, y se detienen las 
operaciones. 
 Z_Fin_de_carrera: recibe la señal del switch de final de carrera del 
eje Z. Cuando se activa, recibe un 1 lógico, y se detienen las 
operaciones. 
 address[10..0]: permite direccionar las órdenes que llegan del HPS 
dentro de la lógica del bloque. Al ser de 10 bits, se puede p. ej. 
realizar 1024 condicionales en el código del bloque. 
 bus_enable: habilita el direccionamiento de las órdenes en el código 
del bloque. 
 byte_enable[3..0]: habilita ciertos sectores de órdenes (o 
condicionales que se menciona líneas arriba). 
 rw: pin que establece si el HPS va a leer o escribir. 
 write_data[31..0]: recibe el valor del conteo para período y la 
dirección de giro de un determinado motor. Se utilizan los 29 
primeros bits para el valor del conteo y el bit 30 para la dirección. 1: 
horario, 0:antihorario. El bit 31 sobra. 
 X_pulse_ready: pin que recibe el aviso de «pulso generado» del 
bloque generador de pulsos del eje X. 
 Y_pulse_ready: pin que recibe el aviso de «pulso generado» del 
bloque generador de pulsos del eje Y. 
 Z_pulse_ready: pin que recibe el aviso de «pulso generado» del 
bloque generador de pulsos del eje Z. 
 acknoweledge: pin requerido por las configuraciones del HPS en el 
Qsys, para ser utilizado como bandera de recepción de bits. 
 read_data[31. .0]: envía un dato de 31 bits al HPS desde el FPGA. 
 irq: pin de interrupción del HPS generado desde el FPGA. 
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 X_Pulsos_com_write_data[31..0]: valor del conteo para el período 
hacia el bloque generador de pulsos del eje X. 
 Y_Pulsos_com_write_data[31..0]: valor del conteo para el período 
hacia el bloque generador de pulsos del eje Y. 
 Z_Pulsos_com_write_data[31..0]: valor del conteo para el período 
hacia el bloque generador de pulsos del eje Z. 
 Pulsos_com_reset_n: resetea los bloques generadores de pulsos. 
 Pulsos_com_query: solicita el aviso de culminación de generación 
de pulso a los bloques generadores de pulsos. 
 Pulsos_com_start: indica a los bloques generadores de pulsos que 
se empiece la lectura del nuevo valor de conteo para el período. 
 X_Pulsos_com_direc_rot: dirección de giro del motor del eje X. 
 Y_Pulsos_com_direc_rot: dirección de giro del motor del eje Y. 
 Z_Pulsos_com_direc_rot: dirección de giro del motor del eje Z. 
 
El código VHDL del bloque «GESTION_PUENTE» puede verse en la 
sección Anexos – diseño de hardware. 
 
4.4.3. Hardware de acondicionamiento sensores 
La CNC Joyo – 2020 viene con una serie de tarjetas dedicadas a proveer 
voltaje, a servir como controladores para los MPP y entre otros. Ya que 
la De0_Nano_SoC es una tarjeta de bajo consumo de potencia, las 
entradas al FPGA son máximo de 3.3v. Es por ello que debe existir un 
circuito que pueda acondicionar las señales. En la Figura 42 se muestra el 
circuito diseñado para lograr dicho objetivo. La máquina-herramienta 
cuenta con tres sensores ON/OFF, es decir, tres switches finales de 
carrera, uno por cada eje, que cuando uno de estos es activado, muy 
probable porque el recorrido de un eslabón ha llegado al límite mecánico, 
se corta la tierra, quedando la entrada del 74244 en alta impedancia, es 
decir, logrando en el pin de salida un voltaje próximo a los 5 voltios. Este 
voltaje es reducido por un divisor de voltaje según la ec. (32), 
suministrando el OPAMP, finalmente, la corriente de carga. 
    3.3 =
5𝑅𝑝𝑜𝑡
𝑅𝑝𝑜𝑡+10𝑘




4.5. Programación del software de control 
4.5.1. Programación del HPS 
El HPS se programa en el entorno de programación DS-5 ARM for 
Eclipse. Se debe tener en cuenta que se ha instalado en el la tarjeta micro 
SD del HPS el sistema operativo Ubuntu 14.04, por ello es que el 
lenguaje C utilizado debe enlazarse a las librerías pertinentes, tal y como 
explican Kashani y Beuchat (2015). Las utilizadas y configuradas en el 
DS-5 son las que provee Altera para Sistemas en Chip (SoC), pthread 
(para crear hilos) y m (para funciones matemáticas como sqrt, raíz 
cuadrada); mientras que están las que son declaradas en el código, que 
pueden verse en la sección Anexos – programación del HPS.  
 
DS-5 como se lo mencionó en la sección 2.2.9.1. permite usar el 
protocolo SSH con la finalidad de programar en una máquina con 
Windows, p. ej., y correr el programa en otra máquina, con una 
distribución de GNU/Linux, puede ser; perfecto para crear un programa 
en el HPS. De este modo, podemos ir testeando el programa que se va 
desarrollando. 
 
Para una programación más depurada y de más fácil entendimiento se 
utilizó estructuras. Dichas estructuras a la vez que contienen una serie de 
Figura 41. Circuito acondicionador de señal del switch final de carrera del eje X. 








Switch final de 
carrera del eje X 
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miembros de diferentes tipos de datos, sirven también para crear tipo de 
datos, de tal modo que podamos darle a nuestras variables, un tipo de 
dato relacionado a la estructura creada. Es así, con este paradigma, que se 
crean las estructuras para el programa que ejecuta las funciones del robot 
cartesiano, «Alma_caliopena_2v0.c», listadas en la Tabla 13. 
 
   Tabla 13. Lista de estructuras creadas para el programa «Alma_caliopena_2v0.c». 
Estructura Miembro Función 
          Articulacion 
Cada eje del robot es una 
articulación. Por ende, en el 
programa, se crean 3 
variables con esta estructura 
como tipo de dato. 
 
char Eje X o Y o Z. 
char W_max Velocidad angular máxima de la 
articulación 
char dw_i Aceleración angular inicial de la 
articulación. 
float Alfa Ángulo de paso de la articulación. 
int Pos_max Límite máximo de la posición de 
la articulación. 
int Pos_min Límite mínimo de la posición de 
la articulación. 
int Pos_ini Posición inicial de la articulación. 
int Pos_actual Posición actual de la articulación. 
char dir[pasos_max] 
Dirección de giro del motor de la 
articulación por cada elemento del 
vector resultante de la 
interpolación. 
char dir_nrmlzd[pasos_max] 
Arreglo de las dirección de giro 
luego de normalizarse el número 
de elementos con respecto al resto 
de articulaciones. 
int q_interpolado[pasos_max] 
Arreglo donde se almacenan los 
pasos posterior a la interpolación 
de las coordenadas (con unidades 
en «pasos») de la articulación. 
int num_tot_q_intr 
Número de elementos total de 
elementos del arreglo 
«q_interpolado». 
double w[pasos_max] Velocidad angular por cada paso 
realizado. 
int q_Pasos[num_grupo_pasos_max] 
Arreglo de coordenadas con 
unidades en pasos de la trayectoria 
a realizarse. 
int q_Pasos_efectivos[num_grupo_pasos_max] 
Arreglo de las coordenadas con 
unidades en pasos sin posiciones 
repetidas. P. ej., si se tiene un 
«q_Pasos = [1 2 3 3 4]», el arreglo 
efectivo será:  
«q_Pasos = [1 2 3 4]». 
         Grup_paso 
Es aquí donde se estructuran 
los pasos a ejecutarse por 
cada eje, por medio de 
arreglos. Cada elemento 
indica cuántos pasos se 
int X_Grupos_pasos[pasos_max] 
Pasos en el eje X por iteración a 
realizarse. P. ej. si se han 
almacenado: 2,1,1,2. Quiere decir 
que en la primera iteración se 
realizarán dos pasos, en la 
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tienen que dar por iteración. 
Entre los tres ejes finalmente 
debe haber un número de 
elementos igual por arreglo, 
para ello es necesario 
normalizarlos. 
segunda uno, y así sucesivamente. 
int Y_Grupos_pasos[pasos_max] Pasos en el eje Y por iteración a 
realizarse. 
int Z_Grupos_pasos[pasos_max] Pasos en el eje Y por iteración a 
realizarse. 
int X_Grupos_pasos_nrmlzds[pasos_max] 
Dado que cada articulación no 
siempre tendrá el mismo 
movimiento que el resto de sus 
homólogos, debe haber una 
normalización para que exista un 
número total igual de iteraciones 
para todos los arreglos. 
int Y_Grupos_pasos_nrmlzds[pasos_max] Pasos normalizados para la 
articulación de Y. 
int Z_Grupos_pasos_nrmlzds[pasos_max] Pasos normalizados para la 
articulación de Z. 
int num_tot_pasos_nrmlzds Número total de iteraciones. 
             Peri_c 
Almacena el valor del conteo 
«c» para el período por cada 
eje. 
int X_Periodo_c[pasos_max] 
Valores del conteo «c» para el 
giro del motor de la articulación 
X. 
int Y_Periodo_c[pasos_max] 
Valores del conteo «c» para el 
giro del motor de la articulación 
Y. 
int Z_Periodo_c[pasos_max] Valores del conteo «c» para el 
giro del motor de la articulación Z. 
              Coor 
Se guardan las coordenadas 
en píxeles, ya extraídas y 
decodificadas de la trama 
recibida. Los tres vectores 
tienen un número igual de 
elementos. 
int Elementos_x_eje_coor Número total de coordenadas de la 
trayectoria de trabajo del robot. 
int X[num_grupo_pasos_max] Coordenadas en píxeles del eje X. 
int Y[num_grupo_pasos_max] Coordenadas en píxeles del eje Y. 
int Z[num_grupo_pasos_max] Coordenadas en píxeles del eje Z. 
          Coor_efec 
Normalmente por cada 
arreglo de Coor hay 
coordenadas que se repiten, 
ya que una trayectoria 
presenta a veces ejes que 
requieren de estar quietos. 
Por cada eje, se extraen las 
coordenadas que representan 
movimiento. 
int Elementos_x_eje_coor_X_efec 
Número total de coordenadas 
efectivas de la trayectoria de 
trabajo del robot, en el eje X. 
int Elementos_x_eje_coor_Y_efec 
Número total de coordenadas 
efectivas de la trayectoria de 
trabajo del robot, en el eje Y. 
int Elementos_x_eje_coor_Z_efec 
Número total de coordenadas 
efectivas de la trayectoria de 
trabajo del robot, en el eje Z. 
int X_efectivo[num_grupo_pasos_max] 
Arreglo continente de las 
coordenadas efectivas en el eje X. 
P. ej., si la coordenadas en X eran: 
1,1,1,2,2,6. Son aquí, entonces: 
1,2,6. 
int Y_efectivo[num_grupo_pasos_max] Arreglo continente de las 
coordenadas efectivas en el eje Y. 
int Z_efectivo[num_grupo_pasos_max] Arreglo continente de las 
coordenadas efectivas en el eje Z. 
     Trama_recibida 
Estructura que sirve para 
almacenar los fragmentos de 
las tramas a decodificar. 
char Progreso 
Variable que almacena el nombre 
del eje con fragmentación de las 
coordenadas en curso.  
int Bytes_recibidos[3]; Número de bytes recibidos, es 
decir, tamaño de la trama recibida. 
char XYZ_vector[3][datos_rx_max] 
Arreglo bidimensional en la que se 
almacenan los fragmentos de las 
tramas que hacen referencias a las 
coordenadas de los tres ejes. 
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         Trayectoria 
Cada trayectoria de trabajo 
realizada por el robot es 
registrada y almacenada en 
una variable con esta 
estructura como tipo. 
int Id Número de identificación de la 
trayectoria. 
char Nombre[20] Nombre de la trayectoria. 
Grup_paso Grupos_pasos Variable de tipo «Grup_paso». 
Articulacion *Articulaciones 
Variable del tipo 
«Articulaciones», donde se 
almacenan las articulaciones que 
están involucradas con la 
trayectoria. 
Peri_c Periodos_c 
Valores de los conteos para la 
generación de los períodos de los 
pulsos para el movimiento de los 
MPP. 
Coor Coordenadas Variable donde se almacenan las 
coordenadas de cada eje. 
Coor_efec Coordenadas_efectivas Variable donde se almacenan las 
coordenadas efectivas de cada eje. 
       Trama_enviar 
Los datos que se van a enviar 
a la PC deben tener la forma 
de esta estructura. 
int q_XYZ[3] 
Posición actual de cada 
articulación en unidades «paso». 
             Estado 
Estructura para los estados 
del robot. 
char ejecución_tarea 
Estado del robot: 1: en ejecución 
de alguna tarea; 2: desocupado. 
Fuente: elaboración propia. 
 
Bien, la función principal del programa «Alma_caliopena_2v0.c», 
main(...), tiene como tarea inicializar los elementos implicados con el 
FPGA y el HPS; crear las tres articulaciones, es decir, las variables del 
tipo «Articulacion»; inicializar la conexión del servidor; y finalmente, 
culminado con el programa, cerrar la conexión con los elementos del 
FPGA y el HPS. Esto puede verse claramente en el diagrama de flujo 
expuesto en la Figura 43. Es importante dejar en claro que, en el 
programa, el servidor está a la espera de las conexiones de los clientes, y 
para c/uno de estos le es conferido un hilo con id específico. Este hilo 
entre otras funciones, cuenta con la función Robot(...), la cual por medio 
de condicionales múltiples switch, las funciones del robot se han 
clasificado en tres: T, relacionadas a las traslaciones, o movimientos de 
trayectoria continua (basadas en coordenadas con valores en píxeles), o 
punto punto (basada en dos coordenadas con valores en milímetros), o un 
movimiento por paso, creadas solo con fin de probar los pasos de los 
MPP; S, relacionadas a las solicitudes como la de envío a la computadora 
de los valores actuales de las variables articulares, o buscar que el robot 
busque su posición inicial, o enviar a la computadora el estado actual del 
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robot, es decir, 1 si está en curso un trabajo, o 0, si está desocupado; y C, 
relacionado a cualquier tipo de configuración del robot, en este caso, por 
el momento solo se ha requerido de la configuración de las variables 
estructurales. El diagrama de flujo de esta función puede verse en la 











Inicialización de los 




Inicialización y conexión 
del Cliente-Servidor 
Finalización de los 
elementos del FPGA y el 
HPS 
Fin 
Figura 42. Diagrama de flujo de la Función 
principal main() del «Alma_caliopena_2v0.c».  

























«T» «C» «S» 
RxTrama[1] RxTrama[1] RxTrama[1] 
«f» «p» «c» «e» «i» «q» «e» 
1 2 3 4 5 6 7 
Figura 43. Diagrama de flujo de la función Robot(...), primera parte, creada para organizar en tres grupos las 
posibles acciones. Traslaciones (T), Configuraciones (C) y solicitudes (S). 
















Decodificación de los 





Generación de los 
pulsos para la 
trayectoria: 
Genera_pulsos(…) 
1 2 3 
Creación de la variable 
de la trayectoria. 
Actualización del valor de 
las posiciones articulares: 
Actualizar_pos_actual(…) 
Cambio de estado del 
robot a 1, ocupado. 
Cambio de estado del 
robot a 0, desocupado. 
Fragmentación de la 
trama: Tama_Trama(…) 
Decodificación de los 
fragmentos de trama: 
Deco_Trama_T(…) 
Se ordenan las coordendas: 
Ordenar_coordenadas_efectivas(…) 
Generación de los 
pulsos para la 
trayectoria: 
Genera_pulsos(…) 
Creación de la variable 
de la trayectoria. 
Actualización del valor de 
las posiciones articulares: 
Actualizar_pos_actual(…) 
Cambio de estado del 
robot a 1, ocupado. 
Cambio de estado del 
robot a 0, desocupado. 
A 
Figura 44. Segunda parte del diagrama de flujo de la función Robot(…). 





















4 5 6 7 
Configuración de las dos 
variables estructurales: 
Configurar_za_he(…) 
Orden para buscar la 
posición inicial del robot: 
Verificación_posi_ini(…) 
Cambio de estado del 
robot a 1, ocupado. 
Cambio de estado del 
robot a 0, desocupado. 
Orden para enviar valores de 
las variables articulares a la 
PC: Alistar_q_actules(…) 
Ordena para enviar 
estado del robot a la PC. 
A 
Fin 
Figura 45. Tercera parte del diagrama de flujo de la función Robot(…). 






















- Coordenadas en píxeles a pasos.  
- Coordenadas a variables articulares 
usando la cinemática inversa.  
Se usa la función: Distancia_pasos(…) 
Interpolación de las variables articulares: 
p_cubido(…) 
Creación de los grupos de pasos de cada 
variable articular. 
Normalización de los grupos de cada variable 
articular. Determinación del número total de 
grupos de pasos normalizados (TGN). 
1 
1 
i < TGN 
Se reinicia el bloque 
GESTION_PUENTE del FPGA. 
Se habilitan los bloques generadores de 
pulsos del FPGA. 
Se avisa al  FPGA que los conteos de 
período de cada eje serán enviados. 
Se envían los conteos de período. 
Se reinician los bloques generadores de 
pulsos. 
¿Se generó el 
pulso? 
Se calculan los siguientes valores del 
conteo de período. 
i++ 
Fin 
Figura 46. Diagrama de flujo de la función Generar_pulsos(...). 
Fuente: elaboración propia. 
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Otra función importante es «Generar_pulsos(...)». Como se ve en la 
Figura 47, su objetivo es enviar el conteo para el período de los pulsos al 
FPGA, calculándolos en tiempo real (o sea, en el bucle de espera de la 
generación del pulso) mediante las ec. (21), (22) y (23) del algoritmo de 
Austin (2004). Es importante resaltar el algoritmo mediante el cual se 
logra la trayectoria isócrona y continua. Para ello, se ha elaborado la 
Figura 48, que muestra cómo es que los grupos de pasos normalizados, 
permiten lograr que se generen pasos sincronizados entre las tres 
articulaciones. Por consiguiente, si se tienen 18 grupos, en los que la 
articulación del eje Y tiene movimientos en todos, teniendo solo el resto 
de articulaciones, 12 y 6, respectivamente, la normalización, requiere de 
que todos tengan un número igual de grupos, rellenándose con ceros los 
grupos adicionados. Es así que los pasos de los grupos primeros de cada 
articulación deben ser realizados, antes de pasar a los segundos grupos. 
 
El programa completo de «Alma_caliopena_2v0.c» puede verse en la 
sección Anexos – Programación del HPS. 
1 1 1 1 1 1 0 0 0 0 0 0 1 1 1 2 1 1 
1 1 2 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 








Figura 47. Explicación gráfica de los grupos normalizados de c/articulación. 
Fuente: elaboración propia. 
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4.5.2. Diseño y programación del formulario de la interfaz gráfica 
El formulario de la interfaz gráfica de usuario se diseñó y desarrolló 
usando el Visual Studio .Net, con el lenguaje de programación Visual 
Basic. El formulario principal puede verse en la Figura 49.  
 
Pues bien, el formulario principal cuenta con tres «Cajas de Grupos» 
(CdG) dentro de un «Control de lengüeta o pestaña» (CdL). En la 
lengüeta «Cinemática», las tres CdG son «Cinemática Directa/Inversa», 
dedicadas a las trayectorias punto a punto; «Estados», se observan las 
respuestas enviadas desde el programa del robot 
«Alma_caliopena_2v0.c»; y «Trayectorias», CdG dedicada a las 
trayectorias continuas basadas en imágenes .png o .jpg. Los botones de la 
primera son:  
- Paso: genera solo un paso en los MPP del robot cartesiano. 
- Valq: solicita al robot las posiciones de sus articulaciones. 
Figura 48. Formulario principal de la interfaz gráfica de usuario. 
Fuente: elaboración propia. 
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- Inicio: solicita al robot que busque su posición inicial. 
- Posicionar: habiendo ingresado las coordenadas del extremo de la 
herramienta del robot en las cajas de texto pertinentes, este botón 
ordenará al robot iniciar con la trayectoria punto a punto. 
 
En la CdG «Trayectoria» cuenta con dos lengüetas. La que aparece por 
defecto cuenta con dos botones: 
- Examinar: al hacer clic en este botón, aparecerá un explorador de 
archivos, con la finalidad de que se cargue la imagen deseada a 
trazar por el robot. Hecho esto, se cargarán unas funciones en Matlab 
para procesar la imagen y mostrar las gráficas resultantes del 
procesamiento, y en las tres cajas de texto que median entre ambos 
botones, se muestran las coordenadas de la imagen, precedidas por el 
número de coordenadas. De arriba hacia abajo, X, Y y Z, 
respectivamente. Cabe resaltar que para que Visual Studio .Net 
pueda enlazarse con el Matlab se hace uso de una biblioteca de 
enlace dinámico (.dll) llamado Interop.MLApp.dll, que se agrega en 
las referencias del  proyecto. Matlab provee de dicho archivo cuando 
es instalado en la computadora. Ver en la sección Anexos – 
Programación de la interfaz gráfica de usuario, para saber el uso de 
las funciones de Matlab. 
- Iniciar: Se envían las coordenadas al programa del robot en forma de 
tramas vía Ethernet.  
 
Luego, la lengüeta «Pruebas laboratorio» (Figura 50), dedicada a realizar 
un número y longitud determinados de líneas para los testeos respectivos. 
El botón «Iniciar prueba» ordena al robot el trazado de las líneas. 
Figura 49. Lengüeta «Pruebas laboratorio» de la CdG «Trayectorias». 
Fuente: elaboración propia. 
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Para que la cinemática del robot esté completa, solo se requieren de 
seguir tres pasos. Primero medir las dos variables estructurales «za» y 
«he» del robot, que según se muestra en la Figura 51, representan 
respectivamente la longitud desde el plano del área de trabajo del robot 
hasta el punto medio del husillo o eje Y, y la longitud desde el punto 
paralelo a la recta que corta al husillo o eje Y, ubicado en la herramienta 
hasta el extremo de la herramienta del robot. Segundo, ingresar dichos 
valores en el formulario, y finalmente, darle clic al botón «Actualizar». 
 
Finalmente la última lengüeta, «Com TCP/IP - Cliente» (Figura 52), para 
ingresar la dirección IP del servidor (que previamente tuvo que habérsele 
solicitado, al servidor) y el número de puerto (8888, por defecto).  
 
Figura 51. Lengüeta para configurar la IP y el puerto del servidor. 
Fuente: elaboración propia. 
Figura 50. Lengüeta «Cinemática del robot» para la configuración de las 
variables estructurales. 
Fuente: elaboración propia. 
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Figura 53. Error porcentual entre las coordenadas decodificada y 
originales del eje X. Fuente: elaboración propia. 
4.6. Recolección, procesamiento y análisis de los datos 
4.6.1. VI1 – primer instrumento 
En la Figura 53 se muestran los periodos deseados y los medidos con el 
osciloscopio, resaltando entre ambos, su error porcentual. 
 
4.6.2. VI1 – segundo instrumento 
A continuación se muestra la gráfica resultante de las coordenadas 




Figura 52. Error porcentual de los periodos generados por el FPGA. 
Fuente: elaboración propia. 
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4.6.3. VI1 – tercer instrumento 
En la Figura 55, se muestran las gráficas con sus respectivos errores 
porcentuales de la interpolación hecha con Matlab y el HPS, para cada 









Figura 54. Error porcentual de los valores de la interpolación hecha por Matlab y el HPS. 
(a) de la articulación q1, (b) de la articulación q2 y (c) de la articulación q3.               
Fuente: elaboración propia. 
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4.6.4. VI1 – cuarto instrumento 
El error porcentual entre la velocidad angular originada por Matlab y por 
el HPS, se muestra en la Figura 56.  
 
 
4.6.5. VI1 – quinto instrumento 
Error porcentual entre el área de control, perteneciente al área real de la 
figura dibujada en Paint con formato .png, y el área calculada en Matlab 







Figura 55. Error porcentual entre la velocidad angular originada por 
Matlab y por el HPS.  
Fuente: elaboración propia. 
Figura 56. Error porcentual entre el área de control y el área calculada en 
Matlab de las tres figuras geométricas listadas. 
Fuente: elaboración propia. 
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4.6.6. VI2 – primer instrumento 
A continuación se muestra en la Figura 58 los resultados de los 30 trazos. 
Posteriormente de la Figura 59 a la 61, las respectivas hojas de cálculo, 


















Figura 57. Trazados de líneas por el robot cartesiano.  
Fuente: elaboración propia. 
Figura 58. Hoja de cálculo para hallar la repetibilidad y la exactitud del robot con un trazo de 2 
milímetros, basándose en la ec. (2).  









Figura 59. Hoja de cálculo para hallar la repetibilidad 
y la exactitud del robot con un trazo de 6 milímetros, 
basándose en la ec. (2).  
Fuente: elaboración propia. 
Figura 60. Hoja de cálculo para hallar la repetibilidad 
y la exactitud del robot con un trazo de 20 milímetros, 
basándose en la ec. (2).  
Fuente: elaboración propia. 
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4.6.7. VI2 – segundo instrumento 
En la Figura 62 se muestran solo tres figuras trazadas por el robot y en la 
Figura 63, el error porcentual entre el área calculada de la figura obtenida 
mediante el procesamiento digital de imagen en Matlab y el área 
experimental, obtenida luego de medir con una regla milimetrada y 







Figura 62. Error porcentual entre el área calculada y el área promedio de las 
figuras trazadas por el robot cartesiano. 
Fuente: elaboración propia. 
(a) (b) 
(c) 




4.6.8. VD1 – instrumento 
En la tabla 14 se muestran los pasos necesarios para modelar el robot 
cartesiano.  
 
       Tabla 14. Tabla donde se muestran el número de pasos para modelar el robot. 















         Fuente: elaboración propia. 
 
4.6.9. VD2 – instrumento  
A continuación, en la Tabla 15, se muestran la comparación de las 
libertades entre el software «RoboUPAOv1.2» y el «KUKA.SIM».  
 
                    Tabla 15. Tabla de comparación de las libertades. 
Libertad RoboUPAOv1.2 KUKA.SIM 
La libertad de ejecutar el 
programa como se desea, 
con cualquier propósito. 
Sí No 
La libertad de estudiar 
cómo funciona el 
programa, y cambiarlo para 
que haga lo que usted 
quiera. El acceso al código 
fuente es una condición 
necesaria para ello. 
Sí No 
La libertad de redistribuir 
copias para ayudar a su 
prójimo. 
Sí No 
La libertad de distribuir 
copias de sus versiones 
modificadas a terceros. 
Esto le permite ofrecer a 
toda la comunidad la 
oportunidad de 
beneficiarse de las 
modificaciones. 
Si No 





5. DISCUSIÓN DE RESULTADOS 
Según puede verse en la Figura 53, el error tiene a aumentar cuando se exigen 
período cada vez más pequeños. Es por ello que se toma como límite mínimo a un 
período de 500 microsegundos, que pues, nos da un error mínimo de 4%. Quiere 
decir esto, por ende que, si se multiplica los 500 microsegundos por la frecuencia 
del FPGA, y se usa la ec. (20) el generador de pulsos podrá originar una velocidad 
angular máxima de 62.8 rad/s en los MPP. 
 
Por otro lado la decodificación de las coordenadas no presenta inconveniente 
alguno como bien puede verse en la Figura 54. La comunicación Ethernet y el 
algoritmo de decodificación funcionan correctamente. No obstante, cuando ya las 
coordenadas con unidades en pasos, como puede verse en la Figura 55, son 
interpoladas, hay ciertas diferencias de lo obtenido con el Matlab y con el HPS. Los 
errores al inicio son grandes, ya que el algoritmo usado trabaja con números 
enteros, que aunque la diferencia sea la unidad, puede acarrear diferencias en los 
resultados. Habría que ver bien cuál es el error de procesamiento de los bits del 
HPS y el Matlab, para entender en dónde estriba el problema. 
 
Y si hay problemas con el cálculo de la interpolación en cuanto a lo obtenido con el 
Matlab y el HPS, también los hay para el cálculo de los conteos de período y las 
velocidades angulares. La Figura 56 es prueba de ello. Aunque se mantiene al inicio 
bastante igual al Matlab, el HPS, posteriormente hay una diferencia relativamente 
grande. Ante ello, parece ser que habría que hacer una mejora del algoritmo del 
HPS, ya que si se asemejan mucho a la rampa de subida, ¿por qué se hacen 
disparejos posteriormente? 
 
Con relación al procesamiento digital de imágenes, la Figura 57 muestra resultados 
favorables. 
 
Posteriormente, los trazos de las líneas hechas por el robot para hallar la Exactitud 
y Repetibilidad de la máquina (Figura 58), permiten hallar tres diferentes valores 
para estas características. Por lo que se observa en la Figura 59, 60 y 61, se puede 
decir que el robot, finalmente cuenta con una Repetibilidad y  Exactitud del 70%. 
Lo que le permite lograr figuras (al menos las figuras geométricas básicas) con un 
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12.6% para las rectangulares, 18.56% las triangulares y 11.42% las circulares. 
Coincidentemente, el error más alto lo presentan aquí las triangulares, como en la 
Figura 57.  
 
Y en relación con la variable dependiente, RoboUPAOv1.2, solo requiere de dos 
variables estructurales para poder conocer la cinemática del robot. Es decir, se 
vuelve un procedimiento bastante eficiente, adaptable a cualquier máquina cnc que 
presente su articulación q1 independiente a la q2 y q3. En la Tabla 14 se muestra 
que RoboUPAOv1.2 permite lograr la cinemática e interpolación de trayectorias 
con menos pasos que el Toolbox de Peter Corke, que, repitiendo lo que se mencionó 
en la sección 1.3. es más bien útil cuando se va a estudiar más a profundidad un 
robot, pero si se requiere de usar una máquina CNC como robot industrial, 
RoboUPAOv1.2, provee de una salida óptima para el modelamiento matemático. 
 
Finalmente, RoboUPAOv1.2., como puede verse en la Tabla 15, es un software 
para el control de los movimientos del Robot completamente libre. Cosa que está 
disponible para cualquiera que desee aprender de la robótica y difundir su uso. 
 
6. CONCLUSIONES 
Se desarrolló una metodología para controlar los movimientos de un robot 
industrial usando un módulo FPGA De0_Nano_SoC de la empresa Altera, una PC 
y una máquina CNC de bajo coste, con una exactitud y repetibilidad del 70%, capaz 
de realizar figuras rectangulares con un error en su área de 12.6%, figuras 
triangulares con un error de 18.56% y figuras circulares con un error de 11.42%. 
 
Por otro lado, para lograr dicho objetivo, se estudió las características mecánicas 
que incumben a un robot industrial, destacando que el robot del tipo cartesiano, 
gracias a su similitud con la máquina CNC, fue la configuración mecánica más 
dable para aplicaciones de corte, o trazado de figuras en un plano. Es por ello que, 
posteriormente, se identificaron las principales variables de una máquina CNC con 
respecto a un robot industrial (desde el punto de vista de Software, Hardware, 
Aplicabilidad y Mecánica), con la finalidad de poder entender a la CNC JOYO – 
2020 y mejorar sus funcionalidades, es decir, convertir esta máquina-herramienta 
en un robot, usando una metodología sistemática que abarca desde el análisis 
110 
 
estructural, el modelamiento matemático, la simulación, el diseño del hardware y la 
programación del software para el desarrollo de una interfaz gráfica de usuario, que 
haga viable el entendimiento operario-robot. 
 
Finalmente se realizaron las pruebas y publicación de los resultados para su 
respectivo análisis basado en una serie de instrumentos y técnicas. 
 
7. RECOMENDACIONES 
Se recomienda hacer un estudio más profundo de la generación de velocidades. Es 
menester para ello, la utilización de sensores (como encoders) que permitan una 
información clara y precisa de la evolución del movimiento de las articulaciones del 
robot. En otras palabras, diseñar un control a lazo cerrado. Ya que según la 
experiencia obtenida, parece haber pasos que se van perdiendo, con lo que la 
máquina CNC va, a medida que cumple con su trabajo, acumulando errores.  
 
El algoritmo usado en «Alma_caliopena_2v0.c» para la interpolación, previa 
conversión de las coordenadas en píxeles a pasos, tuvo inconvenientes para poder 
trazar dibujos relativamente grandes. Estos rebasaban el límite de elementos en un 
arreglo que es de aprox. 65000. Es por ello, que hace falta particionar eas 
interpolaciones en más arreglos, de tal modo que se puedan abarcar figuras grandes. 
Agregado a esto, como se usó el lenguaje C, es recomendable migrar al lenguaje 
C++, ya que éste presenta clases, en vez de estructuras, lo cual podría beneficiar 
mucho más al momento de sistematizar las variables, incluyendo en una clase, no 
solo tipos de datos, sino también funciones que, por otro lado, pueden ser heredadas 
por otras clases, haciendo mucho más flexible la programación. 
 
Es también útil hacer entrever que, ya que se usa una conexión Servidor-Cliente, 
sería bastante favorable desarrollar Apps para celulares o Tablets, que siguiendo el 
concepto de El Internet de las Cosas (IoT, por su siglas en inglés), se podría escalar 
el GUI no solo a un software corriendo en una computadora, sino que esté 
dispuesto en una página web. Esto haría posible el control remoto del robot. 
 
Se recomienda también un uso adecuado de ventilación en las tarjetas de potencia, 
ya que la actuación continua del robot, puede sobre calentar las tarjetas, 
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produciéndose daños irreparables en las mismas. Las tarjetas que se usaron pueden 
soportar hasta 3.5 A, y los motores usados son de relativa baja potencia, pese a ello 
igual, se produjeron sobrecalentamientos. 
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Figura 63. Robot cartesiano realizando un triángulo.  
Fuente: elaboración propia. 
Figura 64. Robot cartesiano en la II Feria Regional de Ciencias con sede en la 
Universidad Privada Antenor Orrego.  


















Los programas, Funciones y Scripts de Matlab, figuras para los experimentos, 




9.2. Funciones y Scripts de Matlab 
Función Ob_Ma_Pa_Im_png.m, dedicada al procesamiento de la imagen. 
Devuelve una matriz con las coordenadas en X,Y,Z de la imagen procesada; 
el error de la imagen; y una matriz de las coordenas X y Y antes de 
optimizarse. Las entradas son las siguientes: 
- Fig_PNG: figura de prueba que puede ser .png o .jpg. 
- rb: el radio de la broca (o cualquiera que sea la punta de la herramienta) 
en píxeles, que servirá para dilatar la imagen, de tal modo que la imagen 
procesada sea lo más precisa posible. 
- mm_x_pixel: medida del pixel en mm. 
- Reco_EjeZ_mm: recorrido del eje Z para que la punta de la herramienta 
toque el plano de trabajo. 
- mm_x_paso: número de milímetros de recorrido de la articulación por 
cada paso que da el MPP. 
- Pasos_pixel: número de pasos por cada píxel 
 
 
function [MFnn, Aer, MFprueba] = 
Ob_Ma_Pa_Im_png(Fig_PNG,rb,mm_x_pixel,Reco_EjeZ_mm,mm_x_paso,Pasos_pix
el) 
%Función que entrega la matriz compuesta por los pasos necesarios para 
%formar la imagen basada en un archivo .png. 
Figura 65. Robot cartesiano en la II Feria Regional de Ciencias con sede en la Universidad 
Privada Antenor Orrego.  





if nargin ~= 6 
   rb = 2;%píxeles  
   mm_x_pixel = 0.227;%mm; 
   Reco_EjeZ_mm = 19;%mm 
   mm_x_paso = 1.8/200;%mm 
   Pasos_pixel = 28; 
end 
  
%Obtenemos de la imagen su matriz binaria. 
pImagB=GenerarImagBinaria(Fig_PNG); 
  
%Establecemos una nueva imagen en base a ImagB, con la finalidad de 
%dilatarla, de tal manera que se pueda observar la trayectoria de la 
%herramienta. 
  




%Creamos la estructura 
se=strel('square',rb); 
%Dilatamos la imagen 
ImagB=imdilate(pImagB,se); 
  
%Obtenemos el punto inicial de la imagen. 
[pif,pic]=Punto_Inicial(ImagB); 
  
%Matriz donde se guardan las figuras encontradas en la imagen 
MF=zeros(1,2); 
l=1; 
while(pif~=-1 && pic~=-1) 
    %Creamos la matriz que contendrá a los puntos hallados. 
    PT=zeros(1,2); %Como punto inicial, o de reposo del robot, tenemos 
que es (0,0). 
    f=pif; 
    c=pic; 
    while(f~=-2 && c~=-2) 
        [f,c,PT]=Siguiente_Punto(ImagB,PT,f,c); 
        if f==-1 && c==-1 
            msgbox('error en la función: Siguiente_Punto'); 
        end 
    end 
    %figure; 
    %plot(PT(:,2),PT(:,1)); 
    [a,b]=size(PT); 
    for i=2:a 
        ImagB(PT(i,1),PT(i,2))=0; 
        MF(i,l)=PT(i,1); 
        MF(i,l+1)=PT(i,2); 
    end 
    l=l+2; 
    %figure; 
    %imshow(ImagB); 
    %[pif pic]=Punto_Inicial(ImagB); 
    pif=-1; pic=-1; 
end 
  














%Se obtiene el error de las áreas de la imagen real y la convertida 
%Para ello primero debo utilizar las coordenadas que se extraído de la 
%imagen anterior, para a partir de éstas, crear nuevamente una imagen, 
pero 
%una respetando una figura, que sea cerrada, con la finalidad de poder 
%encontrar su área. El procedimiento para crear nuevamente la imagen 
puede 
%que sea engorroso, ya que solo tenemos el contorno, lo cual significa 
que 
%debemos llenar la figura con unos, que representan el color blanco. 
%Primero, lo que se puede hacer es ubicar un valor mayor que 1 en la 
%ubicación de las coordenadas dentro de una matriz que represente el 
tamaño 
%estandar de los dibujos a probar. En este caso  es: 338x408. En un 
inicio 
%dicha matriz fue creada con 1's, es decir, un plano blanco; una vez 
%ubicados el valor mayor a uno, que voy a suponer ya será un 2, 
servirán de 
%barrera para poder alterar el resto de valores que estén fuera de la 
%figura. De este modo, parece ser más sencillo el relleno con miras a 
%obtener una figura blanca en un fondo negro. 
%No obstante, si es que no se cuida que la figura no contenga más de 
una 
%figura, se encontraría un error. Las pruebas solo son para una 
imagen. 
MFprueba = MF; 
if(b<=2) 
    Aer = Error_Area(ImagB,MF,1,mm_x_paso,Pasos_pixel); 
else 
    Aer = -1; %no hay análisis de error 
end 
  
%Optimización de secuencias de trabajo 
MFn=OptiDesplaTray(MF); 
  
%Se agregan las coordenadas del eje Z. 
MFnn=Inclusion_Mov_EjeZ(MFn,mm_x_pixel,Reco_EjeZ_mm); 
 
Luego, esta función cuenta con las siguientes funciones (exceptuando las que 
son propias del Matlab): 
 
function [ImagBin]=GenerarImagBinaria(Direccion) 




level = graythresh(I); %Nivel de umbral para considerar 0 o 1 a un 
píxel 
ImagBin = im2bw(I,level); %Conversión de la imagen a binario 
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    for j=1:cm 
        if MI(i,j)==1 
            fi=i; 
            ci=j; 
            Sal=1; 
        end 
        if Sal 
           break;  
        end 
    end 
    if Sal 
        break; 
    end 
end 
if ~Sal 
    fi=-1; 
    ci=-1; 
end 
 









    [fap cap] = O_Recorrido(fa,ca,n); 
    if MI(fap,cap)==1 && ~Rec_Pun(PT,fap,cap) 
        while(np<9) 
            [fapp capp]=O_Recorrido(fap,cap,np); 
            if MI(fapp,capp)==0 
                c=c+1; 
            end 
            np=np+1; 
        end 
        if c>0 
            P(m,:)=[fap cap c]; 
            m=m+1; 
            c=0; 
        end 
        np=1; 
    end 




    if m>2 
        while(t<m-2 && q<8) 
            q=q+1; 
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            t=0; 
            for i=1:m-1 
                if q~=i 
                    if P(q,3:3)>=P(i,3:3) 
                        t=t+1; 
                    end 
                end 
            end 
        end 
     
        if q>=m 
            nf=-1; 
            nc=-1; 
        else 
            nf=P(q,1:1); 
            nc=P(q,2:2); 
            PT=vertcat(PT,[fa ca]); 
            %P 
        end 
    else 
        nf=P(1,1:1); 
        nc=P(1,2:2); 
        PT=vertcat(PT,[fa ca]); 
        %P 
    end 
else 
    nf=-2; 
    nc=-2; 
    PT=vertcat(PT,[fa ca]); 
end 
 






    for fc=1:a 
        LmaxF=MF(fc,cc)+Pa; %Obtenemos los límites para comparar. 
        LminF=MF(fc,cc)-Pa; 
        LmaxC=MF(fc,cc+1)+Pa; 
        LminC=MF(fc,cc+1)-Pa; 
        for cm=1:2:b 
            if cc~=cm 
                for fm=1:a 
                    if (MF(fm,cm)<=LmaxF && MF(fm,cm)>=LminF) && 
(MF(fm,cm+1)<=LmaxC && MF(fm,cm+1)>=LminC) 
                        MF(fm,cm)=0; 
                        MF(fm,cm+1)=0; 
                    end 
                end 
            end 
        end 









    if AuC 
        Col=Col+1; 
        AuC=0; 
        AuF=0; 
        Fil=1; 
    end 
    for j=1:a 
        if AuF 
            Fil=Fil+1; 
            AuF=0; 
        end 
        if MF(j,i)~=0 
            nMF(Fil,Col)=MF(j,i); 
            AuF=1; 
            AuC=1; 
        end 
    end 
end 
 
La siguiente función, si bien es parte de la Ob_Ma_Pa_Im.m, es también 
requerida para la realización del procesamiento y análisis de los datos.  
 
function [err,imagn] = 
Error_Area(imag,mc,calcular,mm_x_paso,Pasos_pixel) 
%Función para determinar el error del area que existe entre la 
referencia 
%imag, y la figura que se creará a partir de las coordenadas mc. 
%El parámetro de entrada <<calcular>> ayudará a poder detectar si la 
imagen 
%fue convertida correctamente. Ya que, si este algoritmo no puede 
convertir 
%correctamente la imagen, se le tiene que dar unos retoques 
manualmente. 
%Por lo tanto, si calcular es 1, significa que se hayará el error, si 
es 0, 
%solo se entregará imagn y err será 0. 
  
%Paso 1: Creamos la matriz que contendrá a la nueva figura, basado en 
el 
%tamaño estandar del área de trabajo: 338x408 píxeles. 
imagn = zeros(338,408);  
%bwarea 
%Paso 2: ubicación de los valores barrera: 2. 
[a,b] = size(mc); 
for i=1:a 
    imagn(mc(i,1),mc(i,2)) = 2; 
end 
%Paso 3: se le da fondo a la figura, es decir, se llenan de 0's a los 
%elementos, que ya podemos ir llamando pixels, que están fuera de la 
figura 
%sacando provecho de la barrera de 2's creada. Habrán un barrido 
vertical, 
%de tal forma que cuando se encuentre un 2, a partir de éste, se 
buscará el 
%siguiente dos, mientra tanto en el camino vamos dejando ceros. Para 
poder 
%llenar correctamente, el barrido debe ser de arriba a abajo y 
viceversa. 
[a,b] = size(imagn); 
%llena = 0; 
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%siguiente = 0; 
com_p = 0; 
com_s = 0; 
com_t = 0; 
com_c = 0; 
%De arriba a abajo 
for j=1:b 
   for i=1:a 
       %if(imagn(i,j) == 2) 
           %llena = ~llena; 
           %siguiente = i; 
       %end 
       %if(llena && siguiente ~= i) 
           %imagn(i,j) = 1; 
       %end 
%La combinación total es 0202, lo que se busca es detectar el cambio, 
el 
%cambio hacia el segundo 0, y terminar de rellenar cuando se halle un 
2.        
       if(imagn(i,j) == 0 && com_p == 0) 
            com_p = 1; 
       elseif(imagn(i,j) == 2 && com_s == 0 && com_p == 1) 
            com_s = 1; 
       elseif(imagn(i,j) == 0 && com_s == 1) 
            com_t = 1; 
       elseif(imagn(i,j) == 2 && com_t == 1) 
            com_c = 1; 
       end 
        
       if(com_c) 
           com_p = 0; 
           com_s = 0; 
           com_t = 0; 
           com_c = 0; 
       end 
        
       if(com_p) 
          if(com_s)  
             if(com_t) 
                 imagn(i,j) = 1; 
             end 
          end 
       end 
        
   end 
   %llena = 0; 
   %siguiente = 0; 
   com_p = 0; 
   com_s = 0; 
   com_t = 0; 
   com_c = 0; 
end 
  
%Luego, para mejorar la binarización de mis coordenadas voy a 
someterlo a 
%otro barrido. La forma de barrido debe ser 
%simétrica, es decir, de izquierda a derecha y viceversa. Si nos 
topamos 
%con la barrera, se pasa a la siguiente fila. 
[a,b] = size(imagn); 




   for j=1:b 
       if(cerrar == 0) 
           if(imagn(i,j)~=2) 
                imagn(i,j) = 0; 
           else 
                cerrar = 1; 
           end 
       end 
   end 




   for j=b:-1:1  
        if(cerrar == 0) 
            if(imagn(i,j)~=2) 
                imagn(i,j) = 0; 
            else 
                cerrar = 1; 
            end 
        end 
   end 
   cerrar = 0; 
end 
  
[a,b] = size(mc); 
for i=1:a 
    imagn(mc(i,1),mc(i,2)) = 1; 
end 
  
%Ahora se pasa a convertir en imágen la matriz binaria, pero si 
calcular es 
%1, sino se entrega err como 0. 
if(calcular) 
    %A imagen, para tenerla en el registro 
    imwrite(imagn,'fig.png'); 
    %Se calcula el área de la figura dibujada en paint 
    fig_paint = bwarea(imag) 
    fig_paint = fig_paint * Pasos_pixel^2 * mm_x_paso^2; 
    %Se calcula el área de la figura calculada 
    fig_calc = bwarea(imagn) 
    fig_calc = fig_calc * Pasos_pixel^2 * mm_x_paso^2; 
    %Se imprimen valores en la ventana de comando 
    fig_paint_mm2 = fig_paint 
    fig_calc_mm2 = fig_calc 
    %El error 
    err = abs(fig_paint - fig_calc)/fig_paint * 100; 
else 
















    d(p,1)=(MF(1,i)^2 + MF(1,i+1)^2)^0.5; 
    d(p,2)=MF(1,i); 
    d(p,3)=MF(1,i+1); 
    d(p,4)=1; 











Comp(1,:)=PosicFinal(MF,a,b,dd(1,2),dd(1,3)); %Obtenemos los puntos 




    for i=1:c 
        if d(i,4)==1 
            %d(i,2)~=0 && d(i,3)~=0  
            d(i,1)=((d(i,2)-Comp(1,1))^2+(d(1,3)-Comp(1,2))^2)^0.5; 
        end 
    end 
    d 
    c 
    meno=Menor(d,c) 
    dd(p,1)=meno; 
    dd(p,2)=d(meno,2); 
    dd(p,3)=d(meno,3); 
    %Comp(1,1)=dd(p,2); 
    %Comp(1,2)=dd(p,3); 
    Comp(1,:)=PosicFinal(MF,a,b,dd(p,2),dd(p,3)); 
    d(meno,4)=0; 
    c=c-1; 





    MFn(:,i)=MF(:,dd(q,1)*2-1); 
    MFn(:,i+1)=MF(:,dd(q,1)*2); 




function MFC = Inclusion_Mov_EjeZ(MF,mm_x_pixel,Reco_EjeZ_mm) 
%Se agrega la trayectoria de actuación de la herramienta que está 
acoplada 
%al eje Z. 
if nargin ~= 3 
    mm_x_pixel = 0.227; %0.264583; 
    Reco_EjeZ_mm = 17;%mm    
end 
[a,b] = size(MF); 
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nb = b*3/2; 
MFC = zeros(a+2,nb);%porque se agregan 2 coordenadas xyz 
indx_c_MF = 2; 
Reco_EjeZ_pixels = ceil(Reco_EjeZ_mm/mm_x_pixel); 
  
for j=3:3:nb 
    MFC(1,j-2) = 0;%Los trabajos empiezan en el origen 
    MFC(1,j-1) = 0; 
    MFC(1,j) = Reco_EjeZ_pixels; 
    MFC(2,j-2) = MF(1,indx_c_MF-1); 
    MFC(2,j-1) = MF(1,indx_c_MF); 
    MFC(2,j) = Reco_EjeZ_pixels; 
    indx_c_MF = indx_c_MF + 2; 
end 
indx_c_MF = 2; 
for i=3:a+2 
    for j=3:3:nb         
        MFC(i,j-2) = MF(i-2,indx_c_MF-1); 
        MFC(i,j-1) = MF(i-2,indx_c_MF); 
        MFC(i,j) = 0; %tocando la herramienta su pieza a trabajar 
        indx_c_MF = indx_c_MF + 2; 
    end 
    indx_c_MF = 2; 
end 
%indx_c_MF = 2; 
for j=3:3:nb 
    MFC(i+1,j-2) = MF(a,indx_c_MF-1); 
    MFC(i+1,j-1) = MF(a,indx_c_MF); 
    MFC(i+1,j) = Reco_EjeZ_pixels; 




El siguiente script es necesario para el ítem 4 de la variable independiente 1, 
su nombre es Interpol_genvel_traypp.m. Es tal cual se muestra a 
continuación. 
 
%Script para hallar la interpolación de las variables articulares y la 
%generación de las velocidades angulares de los motores de una 
trayectoria 
%punto a punto 
  
%Coordenadas de la posición inicial del robot en mm: 
Pi = [0,0,19]; 
Pf = [5,3,10]; 
 
Pm = [2,1,15]; %En función de Pi y Pf, como punto intermedio, tomarlo 
en cuenta. 
 
%Constantes de trabajo 
mm_x_pixel = 0.227; 
Coor_pixels = round([Pi;Pm;Pf]/mm_x_pixel); 
zam = 111;%za en mm 
bef = 19;%mm medida desde la base al efector final 
up = 0.227; %0.264583; %mm 0.227; %unidad de posición que puede 
coincidir con el píxel  
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Pasos_pixel = 28; 
wc = 1.5; %rad/s. Es la velocidad angular constante del interpolador  
fr = 50000000; 
amm = 1.8; %ángulo mínimo de movimiento 
ai = 20;%rad/s 
bits_procesador = 32; 






alfa = amm*pi/180; 
tx = zeros(1,length(wx)); 
tx(2:length(wx)-1) = (wx(2:length(wx)-1).^-1 * alfa * fr) * 1/fr; 
tx(length(wx)) = wx(length(wx)); 
for i=2:length(tx) 
    tx(i) = tx(i-1) + tx(i); 
end 
ty = zeros(1,length(wy)); 
ty(2:length(wy)-1) = (wy(2:length(wy)-1).^-1 * alfa * fr) * 1/fr; 
ty(length(wy)) = wy(length(wy)); 
for i=2:length(ty) 
    ty(i) = ty(i-1) + ty(i); 
end 
tz = zeros(1,length(wz)); 
tz(2:length(wz)-1) = (wz(2:length(wz)-1).^-1 * alfa * fr) * 1/fr; 
tz(length(wz)) = wz(length(wz)); 
for i=2:length(tz) 



































title('Trayectoria herramienta del robot'); 
xlabel('Posición en X(mm)'); 
ylabel('Posición en Y(mm)'); 





Este script cuenta con las siguiente funciones: 
 
function [MQ,Per_c,wqx,wqy,wqz] = 
Gen_Tray_Herr(MP,zam,bef,up,Pasos_pixel,wc,amm,fr,ai,bits_procesador,m
m_x_paso) 
if nargin ~= 11 
    zam = 114;%za en mm 
    bef = 17;%medida desde la base al efector final 
    up = 0.227; %unidad de posición que puede coincidir con el píxel  
    %Pasos por 0.227 pixel 
    Pasos_pixel = 363; %52; 
    wc = 1.5; %rad/sed. Es la velocidad angular constante del 
interpolador  
    fr = 50000000; 
    amm = 0.225;%ángulo mínimo de movimiento 
    ai = 10;%rad/s/s 
    bits_procesador = 32; 
    mm_x_paso = 0.000625; 
end 
%vp = [0 20 20 20 20 30 4 51 6 79 8 19 12]; 
%vp = [0 1 2 2]; 
%el vp a pasos 
%Variables generales 
alfa = amm*pi/180; %1.8*pi/180;%rad 
%Pasos por 0.227 pixel 
%Pasos_pixel = 363; %52; 
  
%Primero hallamos el vector de coordendas efectivo 
[f,c] = size(MP); 
MPeX = zeros(1,1); 
MPeY = zeros(1,1); 
MPeZ = zeros(1,1); 
MPeZ(1,1) = MP(3,1); 
idxX = 2; 
idxY = 2; 
idxZ = 2; 
  
for j=2:c 
    res = MP(1,j) - MP(1,j-1); 
    if res ~= 0 
        MPeX(1,idxX) = MP(1,j); 
        idxX = idxX + 1; 
    end 
    res = MP(2,j) - MP(2,j-1); 
    if res ~= 0 
        MPeY(1,idxY) = MP(2,j); 
        idxY = idxY + 1; 
    end 
    res = MP(3,j) - MP(3,j-1); 
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    if res ~= 0 
        MPeZ(1,idxZ) = MP(3,j); 
        idxZ = idxZ + 1; 

















%A continuación se debe crear la matriz de coordenadas, en la que 
tienen 
%que igualarse el número de coordenadas de los 3 ejes, imprescindible 
para 
%poder graficar la evolución de cada eje de manera interdependiente. 
Se 
%hará por intervalos, como se hizo en el hps. Y teniendo al eje que se 
%mueve con mayores pasos, el resto se rellenaran con el último valor 
del 
%intervalo anterior. Así se va a poder tener el número máximo de pasos 
por 
%los tres ejes, valor que será usado para obtener el vector de 
periodos c 
%para los pulsos correspondientes a cada paso. Por otro lado, la 
matriz de 
%coordenadas servirá para poder hallar la velocidad real de cada eje, 
%obteniendo así un vector de periodos efectivos por eje. Este vector 
es 
%producto de haber contado los valores de ejes coordenadas repetidos, 
dicha 
%cuenta, identificará a los periodos c a sumarse por c/intervalo. 
idx = 1; 
MQ = zeros(3,1); 
val_idx = 1; 
q_idx_X = 1; 
q_idx_Y = 1; 
q_idx_Z = 1; 
for i=1:c-1 
    eje_m = 
Eje_mayor(MP(1,i+1),MP(1,i),MP(2,i+1),MP(2,i),MP(3,i+1),MP(3,i),Pasos_
pixel); 
    for j=1:3 
        if(j==3) 
            m = abs((MP(j,i+1) - MP(j,i))) * Pasos_pixel; 
        else 
            m = abs((MP(j,i+1) - MP(j,i))) * Pasos_pixel; 
        end 
        for p=1:eje_m 
            if(p<=m) 
                if(j == 1), MQ(j,idx) = MqX(1,q_idx_X); q_idx_X = 
q_idx_X + 1; end 
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                if(j == 2), MQ(j,idx) = MqY(1,q_idx_Y); q_idx_Y = 
q_idx_Y + 1; end 
                if(j == 3), MQ(j,idx) = MqZ(1,q_idx_Z); q_idx_Z = 
q_idx_Z + 1; end 
            else 
                if(m > 0 || i > 1) 
                    MQ(j,idx) = MQ(j,idx-1); 
                else 
                    if j == 3, MQ(j,idx) = MqZ(1,q_idx_Z); 
                    else MQ(j,idx) = 0; end %inicio 0 para q1(x) y 
q2(y) 
                end 
            end 
            idx = idx + 1; 
        end 
        idx = val_idx; 
    end 
    val_idx = val_idx + eje_m; 




%Velocidad de referencia: es la que toma el total de columnas (grupos 
de 






idxx = idx - 1; 




%A continuación se hallan las velocidades con respecto a Per_c 
MQ_antx = MQ(1,1); 
MQ_anty = MQ(2,1); 
MQ_antz = MQ(3,1); 
idx_wqx = 2; 
idx_wqy = 2; 
idx_wqz = 2; 
mov_realizado_x = 0; 
mov_realizado_y = 0; 
mov_realizado_z = 0; 
empezarx = 0; 
empezary = 0; 
empezarz = 0; 
wqx = zeros(1,1); 
wqy = zeros(1,1); 
wqz = zeros(1,1); 
  
for j=1:idx-1 
    if(MQ(1,j) ~= MQ_antx) 
        resx = abs(MQ(1,j) - MQ(1,j-1));%recordar que el primer valor 
siempre será cero, 
                                  %por lo que obtener un MQ(1,0) es 
                                  %practicamente imposible. 
        for i=1:resx 
            wqx(idx_wqx) = Per_c(j);%tal cual en el algoritmo del hps 
            idx_wqx = idx_wqx + 1;  
130 
 
        end 
        MQ_antx  = MQ(1,j); 
        empezarx = 1; 
        mov_realizado_x = 1; 
    end 
    if(MQ(2,j) ~= MQ_anty) 
        resy = abs(MQ(2,j) - MQ(2,j-1)); 
        for i=1:resy 
            wqy(idx_wqy) = Per_c(j); 
            idx_wqy = idx_wqy + 1;  
        end 
        MQ_anty  = MQ(2,j); 
        empezary = 1; 
        mov_realizado_y = 1; 
    end 
    if(MQ(3,j) ~= MQ_antz) 
        resz = abs(MQ(3,j) - MQ(3,j-1)); 
        for i=1:resz 
            wqz(idx_wqz) = Per_c(j); 
            idx_wqz = idx_wqz + 1; 
        end 
        MQ_antz  = MQ(3,j); 
        empezarz = 1; 
        mov_realizado_z = 1; 
    end 
    if(empezarx == 0) 
        if(empezary == 1 && empezarz == 1) 
            if(resy>=resz) 
                for i=1:resy 
                    if(mov_realizado_x == 1), wqx(idx_wqx-1) = 
wqx(idx_wqx-1) + Per_c(j); end 
                end 
            else 
                for i=1:resz 
                    if(mov_realizado_x == 1), wqx(idx_wqx-1) = 
wqx(idx_wqx-1) + Per_c(j); end 
                end 
            end 
        else 
            if(empezary == 1) 
                for i=1:resy 
                    if(mov_realizado_x == 1), wqx(idx_wqx-1) = 
wqx(idx_wqx-1) + Per_c(j); end 
                end 
            end 
            if(empezarz == 1) 
                for i=1:resz 
                    if(mov_realizado_x == 1), wqx(idx_wqx-1) = 
wqx(idx_wqx-1) + Per_c(j); end 
                end 
            end 
        end 
    end 
    if(empezary == 0) 
        if(empezarx == 1 && empezarz == 1) 
            if(resx>=resz) 
                for i=1:resx 
                    if(mov_realizado_y == 1), wqy(idx_wqy-1) = 
wqy(idx_wqy-1) + Per_c(j); end 
                end 
            else 
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                for i=1:resz 
                    if(mov_realizado_y == 1), wqy(idx_wqy-1) = 
wqy(idx_wqy-1) + Per_c(j); end 
                end 
            end 
        else 
            if(empezarx == 1) 
                for i=1:resx 
                    if(mov_realizado_y == 1), wqy(idx_wqy-1) = 
wqy(idx_wqy-1) + Per_c(j); end 
                end 
            end 
            if(empezarz == 1) 
                for i=1:resz 
                    if(mov_realizado_y == 1), wqy(idx_wqy-1) = 
wqy(idx_wqy-1) + Per_c(j); end 
                end 
            end 
        end 
    end 
    if(empezarz == 0) 
        if(empezarx == 1 && empezary == 1) 
            if(resx>=resy) 
               for i=1:resx 
                   if(mov_realizado_z == 1), wqz(idx_wqz-1) = 
wqz(idx_wqz-1) + Per_c(j); end 
               end 
            else 
                for i=1:resy 
                    if(mov_realizado_z == 1), wqz(idx_wqz-1) = 
wqz(idx_wqz-1) + Per_c(j); end 
                end 
            end 
        else 
            if(empezarx == 1) 
                for i=1:resx 
                    if(mov_realizado_z == 1), wqz(idx_wqz-1) = 
wqz(idx_wqz-1) + Per_c(j); end 
                end 
            end 
            if(empezary == 1) 
                for i=1:resy 
                    if(mov_realizado_z == 1), wqz(idx_wqz-1) = 
wqz(idx_wqz-1) + Per_c(j); end 
                end 
            end 
        end 
    end 
    empezarx = 0; 
    empezary = 0; 
    empezarz = 0; 
end 
  
wqx(length(wqx)+1) = 0; 
wqy(length(wqy)+1) = 0; 
wqz(length(wqz)+1) = 0; 
  
wx = wqx(2:length(wqx)-1).^-1*alfa*fr; 
wy = wqy(2:length(wqy)-1).^-1*alfa*fr; 




wqx(2:length(wqx)-1) = wx; 
wqy(2:length(wqy)-1) = wy; 




function MEC = 
interpolacion_splin_cubico(vc,eje,zam,bef,up,Pasos_pixel,wc,mm_x_paso) 
if nargin ~= 8 
    zam = 114;%za en mm 
    bef = 17;%medida desde la base al efector final 
    up = 0.227; %unidad de posición que puede coincidir con el píxel  
    %Pasos por 0.227 pixel 
    Pasos_pixel = 363; %52; 
    wc = 1.5; %rad/sed. Es la velocidad angular constante del 
interpolador 
    mm_x_paso = 0.000625; 
end 
  
c = length(vc); 
t = zeros(1,c); 
ta = 0; 
for i=2:c 
    res = vc(i) - vc(i-1); 
    if res == 0 
        tsum = vc(i); 
    else 
        tsum = abs(vc(i) - vc(i-1)); 
    end 
    t(i) = ta + tsum; 




%Cinemática inversa a cada uno de los valores del vector de 
coordenadas 
%vq = Cinematica_inversa(vc,eje,zam,bef,up); 
vq = zeros(1,c); 
for i=1:c 
    vq(i) = Cinematica_inversa(vc(i),eje,zam,bef,up); 
end 
vq = vq * Pasos_pixel; 
t = t * Pasos_pixel; 
npuntos = Pasos_pixel; %el número de pasos por píxel. 
  
%A velocidad costante de 1.5 rad/s, según el algoritmo desarrollado en 
el 
%arm embebido soportado por un sistema operativo XUbunto 15.4. 
w = ones(1,c); 
w(1) = 0; 
w(c) = 0; 
w = w * wc;%rad/s 
  
vq = p_cubico(vq,t,npuntos,mm_x_paso,w);  
%figure; 







function q = Cinematica_inversa(val,eje,zam,bef,up) 
if nargin ~= 5 
    zam = 111;%za en mm 
    bef = 19;%medida desde la base al efector final 
    up = 0.227; %unidad de posición que puede coincidir con el píxel 
end 
za = ceil(zam/up); 
he = za - ceil(bef/up); 
  
if(eje == 0), q = val; end 
if(eje == 1), q = val; end 













    P=i_cubico(q,t,qd); 
else 
    %mm_x_paso = 0.000625;%mm 




    ti=P(intervalo,1); 
    tf=P(intervalo,2); 
    a =P(intervalo,3); 
    b =P(intervalo,4); 
    c =P(intervalo,5); 
    d =P(intervalo,6); 
    inc=(tf-ti)/npuntos; 
    %inc=1/npuntos; 
    cont=1; 
    %for tt=ti:inc:tf-inc 
    if intervalo~=n-1 
        tf = tf - 1; 
    end 
    for tt=ti:tf 
        qt=a+b*(tt-ti)+c*(tt-ti)^2+d*(tt-ti)^3; 
        qdt=b+2*c*(tt-ti)+3*d*(tt-ti)^2; 
        qddt=2*c+6*d*(tt-ti); 
        %plot(tt,qt,'--bo'); 
        plot(tt,qt*mm_x_paso); 
        %Qt(cont,intervalo)=qt; 
        %Qdt(cont,intervalo)=qdt; 
        PL=vertcat(PL,[tt,qt,qdt,qddt]); 
        cont=cont+1; 












    error('Error en i_cubico: Las dimensiones de q y t debe ser 
iguales') 
end 
if nargin~=3  
    qd(1)=0; 
    qd(n)=0; 
    for i=2:n-1  
        if (sign(q(i)-q(i-1))==sign(q(i+1)-q(i)))... 
                ||q(i)==q(i+1)... 
                ||q(i-1)==q(i) 
            qd(i)=0.5*((q(i+1)-q(i))/(t(i+1)-t(i))+... 
                +(q(i)-q(i-1))/(t(i)-t(i-1))); 
        else 
            qd(i)=0; 
        end 








    ti=t(i); 
    tii=t(i+1); 
    if tii<=ti 
        error('ERROR en i_cubico. Los tiempos deben estar ordenados: 
t(i) debe ser <t(i+1)') 
    end 
    T=tii-ti; 
    TT(:,i)=[ti;tii]; 
    a(i)=q(i); 
    b(i)=qd(i); 
    c(i)=3/T^2*(q(i+1)-q(i)) - 1/T *(qd(i+1)+2*qd(i)); 




        
 
function [C_tot] = 
Generar_Periodos(Pasos,Direc,TipoVel,a,f,amm,bits_procesador) 
%Función para generar los periodos <<c>> en base al algoritmo de David 
A. 
%tanto para velocidad trapesoidal -que llamaré aceleración cuadrada-, 
y  
%velocidad acampanada -que llamaré aceleración variable.  
%También se agregará el interpolador cúbico como 
%tercera opción de tipo de velocidad, que también puede ser extendida 
%en caso se requiera velocidades especificadas por el usuario. 
if nargin ~= 7 
   amm = 0.225;  
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   bits_procesador = 32; 
end 
%Variables generales 
%Frecuencia de paso del ucontrolador 
%f=4*10^3; 
%Ángulo de paso del motor 
alfa= amm*pi/180; %1.8*pi/180;%rad 
%Aceleración 
%a=10; 
%Valor de 0x80000000 
%val_direc_1 = 2147483648; 
%bits_procesador = 32; 
val_direc_1 = (2^bits_procesador)/2; 
  
if TipoVel == 0 %Aceleración cuadrada 
    %Variables específicas 
    pn1=Pasos*20/100; 
    n1=1:pn1-1; 
    pn2=Pasos*60/100; 
    n2=pn1+1:pn2+pn1; 
     
    %División de pasos en los 3 estados del trapecio: Aceleración 
contante, 
    %aceleración nula y desaceleración constante: 
    %Hallamos el contador del temporizador inicial aproximado 
    c0_aprox=Timer_count_cero_aprox(f,alfa,a); 
     
    %Hallamos la evolución de cn del primer tramo 
    cn_aprox=Timer_count_n_aprox(pn1,n1,c0_aprox); 
     
    %del segundo tramo 
    cn_aprox=[cn_aprox cn_aprox(length(cn_aprox))*ones(1,pn2)]; 
     
    %del tercer tramo 
    cn_total=Timer_count_n_down_asy(cn_aprox,Pasos); 
     
    %Ahora convertimos los dc en velocidades angulares 
    w_aprox=cn_total.^-1*alfa*f; 
         
    %Hallamos el vector de tiempo del cn_aprox 
    t_aprox=cn_total./f; 
    ta_t_aprox=size(t_aprox); 
    for i=2:ta_t_aprox(2) 
        t_aprox(i)=t_aprox(i-1)+t_aprox(i); 
    end 
     
elseif TipoVel == 1%Velocidad acampanada 
    %Variables específicas     
    n1=0; 
    n2=Pasos/2-1; %Se debe restar 1 ya que cuando n=19, es en realidad 
20, porque  
                  %empieza la cuenta con n=0. 
    Mitad_Pasos=round(Pasos/2); 
    n=1:Mitad_Pasos-1;%se resta uno ya que luego se agrega un c0  
     
    %Hallamos el contador del temporizador inicial aproximado 




    
cn_aprox=Timer_count_n_aprox_smooth(Mitad_Pasos,n,c0_aprox,n1,n2,f); 
  
    t_aprox=cn_aprox./f; 
    ta_t_aprox=size(t_aprox); 
    for i=2:ta_t_aprox(2) 
        t_aprox(i)=t_aprox(i-1)+t_aprox(i); 
    end 
     
    m=Pasos; 
    n3=Pasos/2+1; 
    cn_total = Timer_count_n_down_smooth_asy(cn_aprox,m,n3); 
     
    t_aprox=cn_total./f; 
    ta_t_aprox=size(t_aprox); 
    for i=2:ta_t_aprox(2) 
        t_aprox(i)=t_aprox(i-1)+t_aprox(i); 
    end 
     
    w_aprox=cn_total.^-1*alfa*f; 
  
elseif TipoVel == 2 %Interpolador cúbico 
    %Voy a suponer por el momento que tengo una evolución constante de 
las 
    %posiciones con respecto al tiempo 
    np = length(Pasos); 
    t=0:np-1; 
    %Y por el momento: 
    npuntos = 10; 
    [vector_interp,qdval] = p_cubico(Pasos,t,npuntos); 
    %Obtención de cn_total 
    l_vec_int = length(vector_interp); 
    cn_total=zeros(1,l_vec_int); 
    for i=1:l_vec_int 
        if vector_interp(i,3) == 0  
            cn_total(i) = alfa * f / 0.0535; 
        else 
            cn_total(i) = alfa * f / vector_interp(i,3); 
        end 
    end 
    t_aprox=cn_total./f; 
    ta_t_aprox=size(t_aprox); 
    for i=2:ta_t_aprox(2) 
        t_aprox(i)=t_aprox(i-1)+t_aprox(i); 
    end 
















%redondeos hacia arriba o abajo, guardar la sustracción para saber 
cuánto 
%tiempo aprox. se está perdiendo con respecto a la simu de Simulink y 
de 
%Matlab 
C_tot_er = zeros(1,ta_t_aprox(2)); 
for i=1:ta_t_aprox(2) 
    cn_redon = round(cn_total(i)); 
    C_tot_er(i) = (cn_total(i) - cn_redon)/cn_total(i); %Positivo o 
negativo, determinará si hubo 
                                          %exceso o carencia. 
    cn_total(i) = cn_redon; 
end 
  
%Graficamos nuevamente para observar la variación de tiempo con el 




    t_aprox(i)=t_aprox(i-1)+t_aprox(i); 
end     
w_aprox=cn_total.^-1*alfa*f; 











%Y imprimimos el vector total del tiempo en el workspace 
%t_aprox 
  
%Sumamos todos los valores de cn_total y los multiplicamos por el 
tiempo de 
%muestreo, lo cual originará el tiempo total que llevará la 
realización de 
%todos los movimientos en un eje del motor 
tiem = sum(cn_total)*1/f; 
  
C_tot = cn_total; 
 
 
9.3. Diseño de hardware 
A continuación se muestran los códigos en VHDL de los diseños de hardware 










ENTITY Pulsos_com_vhdl_3v1 IS 
  PORT(   
    clk                  : IN     STD_LOGIC; --system clock 
  Pulsos_com_write_data: IN   STD_LOGIC_VECTOR(31 DOWNTO 0); 
  Pulsos_com_reset_n   : IN   STD_LOGIC; 
  Pulsos_com_enable    : IN  STD_LOGIC; 
  Pulsos_com_query     : IN  STD_LOGIC;                 
    --Para saber si ya se ha generado el pulso 
  Pulsos_com_start     : IN  STD_LOGIC;    
  --Guardar nuevo valor c 
  Pulsos_com_direc_rot : IN    STD_LOGIC;    
  --Dirección del giro, horario o antihorario 
  Fin_de_carrera     : IN   STD_LOGIC;    
  --Fin de carrera de la articulación 
  pulse_ready       : OUT  STD_LOGIC;    
  --Bandera de pulso generado 
  pulsos      : OUT  STD_LOGIC := '0'; 
  direc      : OUT  STD_LOGIC := '0'); 
END Pulsos_com_vhdl_3v1; 
 
ARCHITECTURE logic OF Pulsos_com_vhdl_3v1 IS 
   
  --TYPE   c_interval IS RANGE 0 TO cmax; 
  TYPE   c_array    IS ARRAY(31 DOWNTO 0) OF STD_LOGIC; 
  --SIGNAL c_num: c_array   := (OTHERS => '0'); 
  SIGNAL c_num: STD_LOGIC_VECTOR(31 DOWNTO 0) := (OTHERS => '0'); 
  SIGNAL con_per: STD_LOGIC_VECTOR(31 DOWNTO 0) := (OTHERS => '0'); 
  SIGNAL flag_finish: BIT := '0'; 
  SIGNAL inicia_con_per: BIT := '0';   
  SIGNAL inicia_pulso: BIT := '0'; 
  SIGNAL pre_inicia_con_per: BIT := '0'; 
  SIGNAL pre_inicia_pulso: BIT := '0'; 
  SIGNAL reset_pulso: BIT := '0'; 
  SIGNAL activar_pulso: BIT := '1'; 
  SHARED VARIABLE flag_gen_pul: BIT := '0'; 
  --SHARED VARIABLE n_c_p_a: integer := 0; 
  SIGNAL n_c_p_a: STD_LOGIC_VECTOR(31 DOWNTO 0) := (OTHERS => '0'); 
  --SIGNAL n_c_p_a: BIT_VECTOR(31  DOWNTO 0) := (OTHERS => '0'); 
  --SHARED VARIABLE val_n_c_p_a: integer := 0; 
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  SIGNAL val_n_c_p_a: STD_LOGIC_VECTOR(31 DOWNTO 0) := (OTHERS => 
'0'); 
  --SIGNAL val_n_c_p_a: BIT_VECTOR(31  DOWNTO 0) := (OTHERS => '0'); 
  --SHARED VARIABLE con_pulso: integer := 0; 
  SIGNAL con_pulso: STD_LOGIC_VECTOR(31 DOWNTO 0) := (OTHERS => 
'0'); 
  --SIGNAL con_pulso: BIT_VECTOR(31  DOWNTO 0) := (OTHERS => '0'); 
  SHARED VARIABLE cuen_offset: integer := 0; 
 
  -- Para lograr que empezaran los dos procesos encargados de 
controlar el ciclo de trabajo del pulso,  
  -- y el periodo, se utilizó una bandera inica_con_per, en función 
de la recepción exitosa del valor 
  -- del periodo. Mediante esta técnica, en la cual se involucra un 
proceso más llamado preiniciaconper, 
  -- y teniendo en cuenta que ambos, tiempo pulso y periodo inician 
simultáneamente, se han podido conseguir 
  -- los pulsos sin problema alguno. Sin embargo, me pareció ver una 
ligera fisura en el proceso del pulso, 
  -- al observar que probablemente demorara mucho el proceso 
recibimmiento_c, de tal forma que el valor de  
  -- val_n_c_p_a, no fuera actualizado correctaente. Ante esto, 
quise optimizar recimibiento_c, quitando  
  -- la división por dos, reemplazándola por un corrimiento de bits, 
uno hacia la derecha, que es, finalmente, 
  -- la mitad del número. Para lograrlo se utilizarón, pese a los 
esfuerzo, dos funciones, to_stdlogicvector y 
  -- to_bitvector. Que espero no sea la misma, a final de cuentas, 
carga computacional que la división. 
  -- Quisiera resaltar el singular comportamiento de las variables 
de las condiciones de los if then, cuando son 
  -- alteradas dentro de las mismas, con el fin de limitar el acceso 
a la condicional. No he logrado explicar con  
  -- suficiencia el fenómeno, y quizá nada tenga que ver con esto, 
pero cada vez que he utilizado esa técnica, 
  -- los periodos se hacían más cortos de los normal. Cosa que un 
periodo de un segundo, parecía reducido a su cuarta parte. 
   
BEGIN 
  recibimiento_c: 
  PROCESS(Pulsos_com_start) 
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    BEGIN 
   IF Pulsos_com_start = '1' THEN 
     IF Pulsos_com_enable = '1' AND Pulsos_com_query = '0' THEN 
       c_num<=Pulsos_com_write_data; 
  n_c_p_a <= to_stdlogicvector(to_bitvector(c_num) srl 1); 
  pre_inicia_con_per <= '1'; 
     END IF; 
   ELSE 
     pre_inicia_con_per <= '0'; 
   END IF; 





   IF(pre_inicia_con_per = '1') THEN 
     IF(flag_finish = '0') THEN inicia_con_per <= '1'; END IF; 
   ELSE 
     IF(flag_finish = '1') THEN inicia_con_per <= '0'; END IF; 
   END IF; 





   IF(Pulsos_com_reset_n = '0') THEN 
     con_per <= (OTHERS => '0'); 
     flag_finish <= '0'; 
   ELSIF(clk'EVENT AND clk = '1' AND inicia_con_per = '1') THEN 
     IF(con_per = c_num) THEN 
       flag_finish <= '1'; 
     ELSE 
       con_per <= con_per + 1; 
     END IF; 
   END IF; 





   IF (Pulsos_com_reset_n = '0') THEN 
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     con_pulso <= (OTHERS => '0'); 
     val_n_c_p_a <= n_c_p_a; 
   ELSIF(clk'EVENT AND clk = '1' AND inicia_con_per = '1') THEN 
     IF(con_pulso < val_n_c_p_a) THEN --AND Fin_de_carrera = '0' 
       con_pulso <= con_pulso + 1; 
  pulsos  <= '1'; 
     ELSE 
  pulsos <= '0'; 
     END IF; 
   END IF; 
 END PROCESS genera_pulso; 
  
 --Envio de señal de pulso con su periodo generado y dirección de 
giro 
  pulse_ready <= '1' WHEN Pulsos_com_query = '1' AND flag_finish = 
'1' ELSE '0'; 












ENTITY Slave_bridge_2v0 IS 
  GENERIC( msb: INTEGER := 1_073_741_824); -- Bit más significativo de 
los valores de c 
 
  PORT( 
      clk                    :IN  STD_LOGIC; --system clock 
 reset_n                : IN  STD_LOGIC;--reset del bloque 
      --para de emergencia, fuera de límites en el eje x,y,z 
      X_Fin_de_carrera       : IN  STD_LOGIC; 
   Y_Fin_de_carrera       : IN  STD_LOGIC;    
 Z_Fin_de_carrera       : IN  STD_LOGIC;    
 --Desde y hacia el puente bus avalon X 
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 Address                : IN  STD_LOGIC_VECTOR(10 DOWNTO 0); 
 bus_enable             : IN  STD_LOGIC; 
 byte_enable            : IN  STD_LOGIC_VECTOR(3 DOWNTO 0); 
 rw                     : IN  STD_LOGIC; 
 write_data             : IN  STD_LOGIC_VECTOR(31 DOWNTO 0); 
 acknowledge            : OUT STD_LOGIC; 
 read_data              : OUT STD_LOGIC_VECTOR(31 DOWNTO 0); 
 irq                    : OUT STD_LOGIC; 
 --Hacia y desde los generadores de pulsos del los motores 
 X_Pulsos_com_write_data: OUT STD_LOGIC_VECTOR(31 DOWNTO 0); 
 Y_Pulsos_com_write_data: OUT STD_LOGIC_VECTOR(31 DOWNTO 0); 
 Z_Pulsos_com_write_data: OUT STD_LOGIC_VECTOR(31 DOWNTO 0); 
 Pulsos_com_reset_n     : OUT STD_LOGIC := '1'; 
 Pulsos_com_enable      : OUT STD_LOGIC := '0'; 
 Pulsos_com_query       : OUT STD_LOGIC := '0';   
 --Para saber si ya se ha generado el pulso 
 Pulsos_com_start      : OUT STD_LOGIC := '0';     
 --Iniciar guardado del nuevo valor c 
 X_Pulsos_com_direc_rot : OUT STD_LOGIC; 
 Y_Pulsos_com_direc_rot : OUT STD_LOGIC; 
 Z_Pulsos_com_direc_rot : OUT STD_LOGIC; 
 X_pulse_ready          : IN  STD_LOGIC; 
 Y_pulse_ready       : IN  STD_LOGIC; 
 Z_pulse_ready       : IN  STD_LOGIC); 
  END Slave_bridge_2v0; 
 
ARCHITECTURE logic OF Slave_bridge_2v0 IS 
 
 SIGNAL irq_in          : STD_LOGIC := '0'; 
 SIGNAL c_max           : STD_LOGIC_VECTOR(31 DOWNTO 0) := 
"01000000000000000000000000000000"; 
 SIGNAL Fin_de_carrera  : STD_LOGIC := '0'; 
 SIGNAL X_direc_anterior: STD_LOGIC := '0'; 
 SIGNAL Y_direc_anterior: STD_LOGIC := '0'; 
 SIGNAL Z_direc_anterior: STD_LOGIC := '0'; 
 SIGNAL pcomstart_x     : STD_LOGIC := '0'; 
 SIGNAL pcomstart_y     : STD_LOGIC := '0'; 
 SIGNAL pcomstart_z     : STD_LOGIC := '0';  
 
BEGIN 







   IF reset_n = '0' THEN 
          acknowledge     <= '0'; 
     read_data       <= (OTHERS => '0'); 
     X_Pulsos_com_write_data <= (OTHERS => '0'); 
     Y_Pulsos_com_write_data <= (OTHERS => '0'); 
     Z_Pulsos_com_write_data <= (OTHERS => '0'); 
     Pulsos_com_enable     <= '0'; 
          Pulsos_com_query      <= '0'; 
     pcomstart_x     <= '0'; 
     pcomstart_y     <= '0'; 
     pcomstart_z     <= '0'; 
   ELSIF RISING_EDGE(clk) THEN 
   --Desactivar el reset 
     IF bus_enable = '1' AND rw = '0' THEN 
       CASE address IS 
  --Habilitar los generadores de pulsos_HGP 
    WHEN "00000000000" => 
      Pulsos_com_enable     <= '1'; 
      acknowledge           <= '1'; 
  --Resetear los generadores de pulsos_RGP 
    WHEN "00000000100" => 
      Pulsos_com_reset_n    <= '0'; 
      acknowledge           <= '1'; 
  --Consultar a los generadores si ha culminado la generacion   
del pulso (read)_CGP 
    WHEN "00000001000" => 
      Pulsos_com_reset_n  <= '1'; 
      Pulsos_com_query      <= '1'; 
      acknowledge           <= '1'; 
  --Orden de envio a los generadores de la cuenta del periodo 
(write)_OGP 
    WHEN "00000001100" => 
      Pulsos_com_query      <= '0'; 
      acknowledge           <= '1'; 
       --Envio de la cuenta del periodo al generador de pulsos x 
_xEPG(envio pulsos a generar) 
    WHEN "00000010000" => 
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      IF X_Fin_de_carrera = '0' THEN 
        IF write_data(30) = '1' THEN 
     X_Pulsos_com_write_data <= write_data - c_max; 
     X_Pulsos_com_direc_rot <= '1'; 
        ELSE 
     X_Pulsos_com_write_data <= write_data; 
     X_Pulsos_com_direc_rot <= '0'; 
        END IF; 
        X_direc_anterior <= write_data(30); 
     ELSE 
       IF write_data(30) /= X_direc_anterior THEN 
         IF write_data(30) = '1' THEN 
      X_Pulsos_com_write_data <= write_data - c_max; 
      X_Pulsos_com_direc_rot <= '1'; 
    ELSE 
      X_Pulsos_com_write_data <= write_data; 
      X_Pulsos_com_direc_rot <= '0'; 
    END IF; 
       ELSE 
         X_Pulsos_com_write_data <= (OTHERS => '0'); 
       END IF; 
     END IF; 
     pcomstart_x <= '1'; 
     acknowledge <= '1'; 
 --Envio de la cuenta del periodo al generador de pulsos y _yEPG
   WHEN "00000010100" => 
     IF Y_Fin_de_carrera = '0' THEN 
       If write_data(30) = '1' THEN 
         Y_Pulsos_com_write_data <= write_data - c_max; 
    Y_Pulsos_com_direc_rot <= '1'; 
       ELSE 
         Y_Pulsos_com_write_data <= write_data; 
    Y_Pulsos_com_direc_rot <= '0'; 
       END IF; 
       Y_direc_anterior <= write_data(30); 
     ELSE 
       IF write_data(30) /= Y_direc_anterior THEN 
         If write_data(30) = '1' THEN 
      Y_Pulsos_com_write_data <= write_data - c_max; 
      Y_Pulsos_com_direc_rot <= '1'; 
    ELSE 
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           Y_Pulsos_com_write_data <= write_data; 
      Y_Pulsos_com_direc_rot <= '0'; 
    END IF; 
       ELSE 
         Y_Pulsos_com_write_data <= (OTHERS => '0'); 
       END IF; 
     END IF; 
     pcomstart_y <= '1'; 
     acknowledge <= '1'; 
 --Envio de la cuenta del periodo al generador de pulsos z _zEPG 
   WHEN "00000011000" => 
     IF Z_Fin_de_carrera = '0' THEN 
       IF write_data(30) = '1' THEN 
         Z_Pulsos_com_write_data <= write_data - c_max; 
    Z_Pulsos_com_direc_rot <= '1'; 
       ELSE 
         Z_Pulsos_com_write_data <= write_data; 
    Z_Pulsos_com_direc_rot <= '0'; 
       END IF; 
    Z_direc_anterior <= write_data(30); 
     ELSE 
       IF write_data(30) /= Z_direc_anterior THEN --Teniendo 
en cuenta que siempre es un paso el que genera la activacion del 
switch 
         IF write_data(30) = '1' THEN 
      Z_Pulsos_com_write_data <= write_data - c_max; 
      Z_Pulsos_com_direc_rot <= '1'; 
    ELSE 
      Z_Pulsos_com_write_data <= write_data; 
      Z_Pulsos_com_direc_rot <= '0'; 
    END IF; 
       ELSE 
         Z_Pulsos_com_write_data <= (OTHERS => '0'); 
       END IF; 
     END IF; 
     pcomstart_z <= '1'; 
     acknowledge <= '1'; 
   WHEN OTHERS => 
     acknowledge <= '0'; 
      END CASE; 
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    ELSIF bus_enable = '1' AND rw = '1' AND address = 
"00000011100" THEN --APG(aviso de pulso generado) 
      IF X_pulse_ready = '1' AND Y_pulse_ready = '1' AND  
Z_pulse_ready = '1' THEN 
        IF Fin_de_carrera = '1' THEN 
     read_data <= "00000000000000000000000000000010"; --Se 
avisa al alma que un fin de carrera del eje x ha sido activado 
   ELSE 
     read_data <= "00000000000000000000000000000001"; 
   END IF; 
      ELSE 
        read_data <= "00000000000000000000000000000000"; 
      END IF; 
      acknowledge <= '1'; 
    ELSE 
      acknowledge <= '0'; 
    END IF; 
  END IF; 
    END PROCESS DESDE_AVALON; 
  
    Pulsos_com_start <= '1' WHEN pcomstart_x = '1' AND pcomstart_y = 
'1' AND pcomstart_z = '1' ELSE '0'; 
    Fin_de_carrera <= '1' WHEN X_Fin_de_carrera = '1' AND 
Y_Fin_de_carrera = '1' AND Z_Fin_de_carrera = '1' ELSE '0', 
             '0' WHEN X_Fin_de_carrera = '0' AND 




















9.4. Programación HPS 
 
/* 
 * Alma_caliopena_2v0.h 
 * 
 *  Created on: 22/9/2016 













// | Signal Name | HPS GPIO | Register/bit | Function | 
// |=============|==========|==============|==========| 
// |   HPS_LED   |  GPIO53  |   GPIO1[24]  |    I/O   | 
// |=============|==========|==============|==========| 
#define HPS_LED_IDX      (ALT_GPIO_1BIT_53)                      // GPIO53 
#define HPS_LED_PORT     (alt_gpio_bit_to_pid(HPS_LED_IDX))      // 
ALT_GPIO_PORTB 
#define HPS_LED_PORT_BIT (alt_gpio_bit_to_port_pin(HPS_LED_IDX)) // 24 (from 
GPIO1[24]) 
#define HPS_LED_MASK     (1 << HPS_LED_PORT_BIT) 
 
// |=============|==========|==============|==========| 
// | Signal Name | HPS GPIO | Register/bit | Function | 
// |=============|==========|==============|==========| 
// |  HPS_KEY_N  |  GPIO54  |   GPIO1[25]  |    I/O   | 
// |=============|==========|==============|==========| 
#define HPS_KEY_N_IDX      (ALT_GPIO_1BIT_54)                        // 
GPIO54 
#define HPS_KEY_N_PORT     (alt_gpio_bit_to_pid(HPS_KEY_N_IDX))      // 
ALT_GPIO_PORTB 
#define HPS_KEY_N_PORT_BIT (alt_gpio_bit_to_port_pin(HPS_KEY_N_IDX)) // 25 
(from GPIO1[25]) 
#define HPS_KEY_N_MASK     (1 << HPS_KEY_N_PORT_BIT) 
 
// The HPS will only use HEX_DISPLAY_COUNT of the 6 7-segment displays 
#define LEDS_COUNT  (LEDS_H_DATA_WIDTH) 
#define LEDS_H_MASK (0 << LEDS_COUNT-1) 
#define LED_PRUEBA_COUNT (LED_PRUEBA_DATA_WIDTH) 
#define LENGTH_MASK  (1ul) 
//#define LED_PRUEBA_MASK  (LENGTH_MASK << LED_PRUEBA_COUNT-1) 
#define LED_PRUEBA_MASK  (1 << LED_PRUEBA_COUNT-1) 
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#define RESET_N_COUNT (RESET_N_DATA_WIDTH) 
#define RESET_N_MASK (1 << RESET_N_COUNT) 
#define HGP  (0x00) 
#define RGP  (0x04) 
#define CGP  (0x08) 
#define OGP  (0x0C) 
#define xEPG (0x10) 
#define yEPG (0x14) 
#define zEPG (0x18) 
#define APG  (0x1C) 
 
//Constantes 
//Lista de constantes 
#define pasos_max (50000)//antes:32000 
#define datos_rx_max (3000) 
#define datos_tx_max (3000) 
#define num_grupo_pasos_max (50000)//antes:30000 
#define msb (1073741824) //Se usan de los 32 bits de una variable entera sin 
signo, solo 31. 
       //de tal modo que si pasamos de 30 
bits, estaremos hablando de un cambio de giro. 
#define num_vec_coor_max (num_grupo_pasos_max + 1) 
#define num_coor_digit_max (6) //número máximo de dígitos del número de 
coordenadas. 
#define num_tama_RxTrama_max (3000)//antes: 2000 
#define num_fig_max (3000) 
#define amm_x 1.8 //0.226 //0.55//0.45 //ángulo mínimo de movimiento en x 
#define amm_y 1.8 //0.226 //0.55//0.45 
#define amm_z 1.8 
#define pi 3.1416 
#define pasos_x_mm_2p 125//102//163; 




typedef struct { 
 char   Eje; 
 char   W_max; 
 char   dw_i; 
 float  Alfa; 
 int    Pos_max; 
 int    Pos_min; 
 int    Pos_ini; 
 int    Pos_actual; 
 char   dir[pasos_max]; 
 char   dir_nrmlzd[pasos_max]; 
 int    q_interpolado[pasos_max];//Pasos_interpolados[] 
 int    num_tot_q_intr; 
 double w[pasos_max]; 
 int    q_Pasos[num_grupo_pasos_max]; 
 int    q_Pasos_efectivos[num_grupo_pasos_max]; 
} Articulacion; 
typedef struct { 
 char ejecucion_tarea; //1:en ejecución,0:desocupado 
}Estado; 
typedef struct { 
 Articulacion qx; 
 Articulacion qy; 




typedef struct { 
 int X_Grupos_pasos[pasos_max];//Grupos_pasos_interp[] 
 int Y_Grupos_pasos[pasos_max]; 
 int Z_Grupos_pasos[pasos_max]; 
 int X_Grupos_pasos_nrmlzds[pasos_max];//Pasosf[] 
 int Y_Grupos_pasos_nrmlzds[pasos_max]; 
 int Z_Grupos_pasos_nrmlzds[pasos_max]; 
 int num_tot_pasos_nrmlzds; 
}Grup_paso; 
typedef struct { 
 int X_Periodo_c[pasos_max]; 
 int Y_Periodo_c[pasos_max]; 
 int Z_Periodo_c[pasos_max]; 
 //int X_ni[pasos_max]; 
 //int Y_ni[pasos_max]; 
 //int Z_ni[pasos_max]; 
}Peri_c; 
typedef struct { 
 //int Num_fig; 
 int Elementos_x_eje_coor; 
 int X[num_grupo_pasos_max]; 
 int Y[num_grupo_pasos_max]; 
 int Z[num_grupo_pasos_max]; 
}Coor; 
typedef struct { 
 //int Num_fig; 
 int Elementos_x_eje_coor_X_efec; 
 int Elementos_x_eje_coor_Y_efec; 
 int Elementos_x_eje_coor_Z_efec; 
 int X_efectivo[num_grupo_pasos_max]; 
 int Y_efectivo[num_grupo_pasos_max]; 
 int Z_efectivo[num_grupo_pasos_max]; 
}Coor_efec; 
typedef struct { 
 char Progreso;//para saber a qué eje están dirigidos los datos 
 int  Bytes_recibidos[3]; 
 //char Num_fig; //número de figuras 
 char XYZ_vector[3][datos_rx_max]; 
 //char Y_vector[datos_rx_max]; 
 //char Z_vector[datos_rx_max]; 
}Trama_recibida; 
typedef struct { 
 int q_XYZ[3];//valores articulares: q1,q2,q3 
}Trama_enviar; 
typedef struct { 
 char Accion; 
 char Num_fig; 
}Trama_cabecera; 
 
typedef struct { 
 int       Id; 
 char         Nombre[20]; 
 Grup_paso    Grupos_pasos; 
 Articulacion *Articulaciones; 
 Peri_c       Periodos_c; 
 Coor         Coordenadas; 







Trama_recibida Trama_mov_robot = {.Progreso = 'X', 
          .Bytes_recibidos = 
{0,0,0}}; 
Trama_enviar Trama_valores_q = {.q_XYZ = {0,0,0}}; 
Trayectoria Tarea_Robot; 
Estado Estado_Robot = {.ejecucion_tarea = 0}; 
 
int s = 0; 
int cn_a = 0;  //valor del periodo c[n-1], necesario para la ecuación 
periodos c de la rampa de subida 
 
//Variables 'constantes' para la ejecucion de los algoritmos de D.A. 
float alfa_x = amm_x * pi /180.; 
float alfa_y = amm_y * pi /180.; 
float alfa_z = amm_z * pi /180.; 
unsigned int f = 50000000; 
char dw_i_x = 20; 
char dw_i_y = 20; 
char dw_i_z = 20; 
char w_max_x = 16;//3; 
char w_max_y = 16;//3; 
char w_max_z = 16; 
int pasos_x_mm = pasos_x_mm_2p; 
char pasos_x_pixel = 28;//225;//23;//37; 
float mm_x_pixel = 0.227; 
int za_conf = 111; //mm 
int he_conf = 92;  //mm (111-19) 19 es la distancia desde la base al extremo 
de la herramienta 
 





// physical memory file descriptor 
int fd_dev_mem = 0; 
 
// memory-mapped peripherals 
void   *hps_gpio     = NULL; 
size_t hps_gpio_span = ALT_GPIO1_UB_ADDR - ALT_GPIO1_LB_ADDR + 1; 
size_t hps_gpio_ofst = ALT_GPIO1_OFST; 
 
void   *h2f_lw_axi_master     = NULL; 
size_t h2f_lw_axi_master_span = ALT_LWFPGASLVS_UB_ADDR - 
ALT_LWFPGASLVS_LB_ADDR + 1; 
size_t h2f_lw_axi_master_ofst = ALT_LWFPGASLVS_OFST; 
 
void *fpga_led_prueba      = NULL; 
void *fpga_reset_n         = NULL; 
void *fpga_alma_bus_bridge = NULL; 
 
//#############- CONEXIONES SERVIDOR/CLIENTE -############# 
void Iniciar_conexion_servidor_cliente(); 
void *Conexion_ejes(void *); 
//######################################################### 













//############- ESCRITURA/LECTURA DATOS FPGA -############# 
void Write_RESET_N(uint32_t value); 
void Write_AVALON_BUS_BRIDGE(uint32_t offset,uint32_t value); 
uint32_t Read_AVALON_BUS_BRIDGE(uint32_t offset); 
int Generar_pulsos(Trayectoria *Movimiento_robot,char unidad); 
char Enviar_pulsos(uint32_t cx,uint32_t cy,uint32_t cz); 
//######################################################### 
//####################- DECODIFICACION -################### 
int Tama_trama(char RxTrama[],Trama_recibida *Trama_mov_robot); 






void A_vector_efectivo(Coor Coordenadas,Coor_efec *Coordenadas_efec); 
//######################################################### 
//################- FUNCIONES MATEMÁTICAS -################ 
int Distancia_pasos(int p,char eje,char unidad); 
void Calculo_periodo_c(Trayectoria *Movimiento_robot,char ecuacion, int 
n1,int n2,int n3,int i); 
int Timer_count_cero_aprox(int f, float alfa, char dw_max, char dir); 
void Timer_count_n_aprox_smooth(int n1, int n2, int i,char eje, Trayectoria 
*Movimiento_robot); 
int Timer_count_n_down_smooth_asy(int cn, int Pasos, int n3,int i, char 
dir_p, char dir_a); 
int Cinematica_inversa(int coor, char eje, char unidad); 
int Cinematica_directa(int q, char eje, char unidad); 
int i_cubico(int q_Pasos_efectivos[],int tama_q,int t[],double 
(*TT)[pasos_max]); 
void p_cubico(int q_Pasos_efectivos[],int tama_q,Trayectoria 
*Movimiento_robot,char e); 
int Eje_mayor(Trayectoria *Movimiento_robot,int j,char eje,char unidad); 
int signo(int num); 
//######################################################### 
//################- IMPRENSION EN CONSOLA -################ 
void Imprmr_arti_cnsla(Articulacion *ptr_arti); 
//######################################################### 
//#####- TRASLACION/CONFIGURACION/SOLICITUDES ROBOT -###### 
void Construccion_articulaciones(Articulacion *ptr_arti); 
void Verificacion_posi_ini(); 
void Ordenar_coordenadas_efectivas(Coor *Coordenadas_XYZ,Coor_efec 
*Coordenadas_efec); 
void Actualizar_pos_actual(Trayectoria *Movimiento_robot); 
void Alistar_q_actuales(); 
int Configurar_za_he(char RxTrama[]); 





//Lista de mensajes 
#define TRABAJO_ROBOT_EJECUTANDOSE        "El trabajo del robot esta 
ejecutandose con:" 
#define ERROR_DECODIFICACION_NUM_PERIODOS "ERROR 1: No se pudo decodificar 
correctamente el numero de periodos" 
#define ERROR_DECODIFICACION_PERIODOS     "ERROR 2: No se pudieron 
decodificar correctamente los periodos" 
#define ERROR_RECEPCION_PERIODOS          "ERROR 3: No se pudo establecer el 
total de periodos" 
#define ERROR_RECEPCION_TRAMAS_LARGAS     "ERROR 4: No se pudieron 
decodificar las tramas largas" 
#define ERROR_NUM_COOR_DIF           "ERROR 5: Numero de coordenadas de 
los ejes diferentes" 
#define ERROR_INTERPOLADOR     "ERROR 6: Las funciones de 
interpolacion han fallado. Codificacion de tiempos erronea." 
#define ERROR_VAL_NO_NUM      "ERROR 7: Valores no numericos para 
za o he" 
#define FALLO_RECV                        "La funcion recv() ha fallado" 
#define CLIENTE_DESCONECTADO              "El cliente se ha desconectado" 
#define FALLO_ACCEPT                      "La funcion accept() ha fallado" 
#define HILO_ASIGNADO                     "El hilo ha sido asignado 
exitosamente" 
#define ERROR_HILO                        "Error al asignar el hilo" 
#define ROBOT_UPAO_VE                     "RoboUPAO v1.1" 
#define CONEXION_EXITOSA                  "Conexion aceptada" 
#define ESPERA_CONEXIONES                 "Esperando por conexiones 
entrantes" 
#define ENLACE_HECHO                      "El enlace se ha realizado con 
exito" 
#define ERROR_ENLACE                      "El enlace ha fallado" 
#define ERROR_SOCKET                      "No se puede crear socket" 
#define MENSAJE_BIENVENIDA_CONSOLA        "Administrador de periodos PC-
DE0_Nano_SoC\n" 
#define MENSAJE_TRABAJO_EXITOSO_X    "El trabajo en el eje X se ha 
logrado exitosamente" 
#define MENSAJE_TRABAJO_EXITOSO_Y    "El trabajo en el eje X se ha 
logrado exitosamente" 
#define MENSAJE_TRABAJO_EXITOSO_Z    "El trabajo en el eje X se ha 
logrado exitosamente" 
#define MENSAJE_CONF_ZA_HE_EXITOSA        "Los valores de za y he han sido 
reconfigurados" 
#define PULSOS_GENERADOS      "Pulsos generados" 
 





 * Alma_caliopena_2v0.c 
 * 
 *  Created on: 22/9/2016 












#include <string.h>    //strlen 
#include <stdlib.h>    //strlen 
#include <sys/socket.h> 
#include <arpa/inet.h> //inet_addr 
#include <unistd.h>    //write 
#include <math.h> 









int main(int argc,char *argv[]) 
{ 
 printf("((()(((#o# Caliopena alma v1.0 activo #o#)))()))\n"); 
 
 //(1) INICIALIZACIÓN DE ELEMENTOS DEL HPS Y EL FPGA 
 //(2) CONSTRUCCIÓN DE ARTICULACIONES 
 //(3) INICIALIZACIÓN, CONEXIÓN Y CONCESIÓN DEL SERVIDOR-CLIENTE 























 int socket_desc , new_socket , c , *new_sock; 
 struct sockaddr_in server , client; 
 char *message; 
 
 socket_desc = socket(AF_INET , SOCK_STREAM , 0); 
 if (socket_desc == -1) 
  printf(ERROR_SOCKET); 
 
 //PREPARACIÓN DE LA ESTRUCTURA sockaddr_in 
 server.sin_family = AF_INET; 
 server.sin_addr.s_addr =INADDR_ANY; //inet_addr("192.168.1.36"); 





 if( bind(socket_desc,(struct sockaddr *)&server , sizeof(server)) < 0) 
      { 
     puts(ERROR_ENLACE); 





 listen(socket_desc , 3); 
 
 //ACEPTAR E INGRESAR CONEXIONES 
 puts(ESPERA_CONEXIONES); 
 
 c = sizeof(struct sockaddr_in); 
 while( (new_socket = accept(socket_desc, (struct sockaddr *)&client, 
(socklen_t*)&c)) ) 
 { 
     puts(CONEXION_EXITOSA); 
 
     //Reply to the client 
     message = ROBOT_UPAO_VE; 
     write(new_socket , message , strlen(message)); 
 
     pthread_t sniffer_thread; 
     new_sock = malloc(1); 
     *new_sock = new_socket; 
 
     if( pthread_create( &sniffer_thread , NULL ,  Conexion_ejes , 
(void*) new_sock) < 0) 
     { 
      perror(ERROR_HILO); 
         return; 
     } 
 
     //Now join the thread , so that we dont terminate before the 
thread 
     //pthread_join( sniffer_thread , NULL); 
     puts(HILO_ASIGNADO); 
 } 
 
 if (new_socket<0) 
 { 
  perror(FALLO_ACCEPT); 




void *Conexion_ejes(void *socket_desc) 
{ 
//Get the socket descriptor 
 int sock = *(int*)socket_desc; 
 int read_size; 
 char val_a_pc[3200]; 
 char client_message[num_tama_RxTrama_max]; 
  
 int i,cont_val_a_pc = 0,j = 0; 




 while( (read_size = recv(sock , client_message , num_tama_RxTrama_max 
, 0)) > 0 ) 
 { 
  char result_deco_trama = 0; 
      //Decodificación de la trama recibida para su respectivo envío 
al fpga 
      result_deco_trama = Robot(client_message); 
      switch(result_deco_trama) 
      { 
       case 0: 
        sprintf(client_message,"%s","L"); 
        write(sock , client_message , 
num_tama_RxTrama_max); 
        break; 
 
       case 1: 
        write(sock , ERROR_DECODIFICACION_NUM_PERIODOS , 
strlen(ERROR_DECODIFICACION_NUM_PERIODOS)); 
        Limpiar_variables_generales_XYZ(); 
        break; 
 
       case 2: 
        write(sock , ERROR_DECODIFICACION_PERIODOS , 
strlen(ERROR_DECODIFICACION_PERIODOS)); 
        Limpiar_variables_generales_XYZ(); 
        break; 
 
       case 3: 
        write(sock , ERROR_RECEPCION_PERIODOS , 
strlen(ERROR_RECEPCION_PERIODOS)); 
        Limpiar_variables_generales_XYZ(); 
        break; 
       case 4: 
        write(sock , ERROR_RECEPCION_TRAMAS_LARGAS , 
strlen(ERROR_RECEPCION_TRAMAS_LARGAS)); 
        Limpiar_variables_generales_XYZ(); 
        break; 
       case 5: 
        write(sock , ERROR_NUM_COOR_DIF, 
strlen(ERROR_NUM_COOR_DIF)); 
        Limpiar_variables_generales_XYZ(); 
        break; 
       case 6: 
        write(sock , ERROR_INTERPOLADOR, 
strlen(ERROR_INTERPOLADOR)); 
        Limpiar_variables_generales_XYZ(); 
        break; 
       case 7: 
        sprintf(client_message,"%s","L"); 
        write(sock , client_message , 
num_tama_RxTrama_max); 
        //trabajo exitoso, se limpian las variables 
globales 
        Limpiar_variables_generales(); 
        break; 
       case 8: 
        for(i=0;i<3;i++) 
        { 
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         sprintf(num,"%d",Trama_valores_q.q_XYZ[i]); 
         while(num[j] != '\0') 
         { 
          val_a_pc[cont_val_a_pc] = num[j]; 
             cont_val_a_pc++; 
             j++; 
         } 
         val_a_pc[cont_val_a_pc] = ';'; 
         cont_val_a_pc++; 
         j = 0; 
         memset(num,'\0',10); 
        } 
        sprintf(client_message,"%s",val_a_pc); 
        write(sock , client_message , 
num_tama_RxTrama_max); 
        break; 
       case 9: 
        write(sock , MENSAJE_CONF_ZA_HE_EXITOSA , 
strlen(MENSAJE_CONF_ZA_HE_EXITOSA)); 
        break; 
       case 10: 
        write(sock , ERROR_VAL_NO_NUM , 
strlen(ERROR_VAL_NO_NUM)); 
        break; 
       case 11: 
       
 sprintf(client_message,"%d",Estado_Robot.ejecucion_tarea); 
        write(sock , client_message , 
num_tama_RxTrama_max); 
        break; 
       case 12: 
        write(sock , PULSOS_GENERADOS , PULSOS_GENERADOS); 
        break; 
       default: 
        //... 
        break; 
      } 
      cont_val_a_pc = 0; 
      memset(client_message,'\0',num_tama_RxTrama_max); 
     } 
 
     if(read_size == 0) 
     { 
         puts(CLIENTE_DESCONECTADO); 
         fflush(stdout); 
     } 
     else if(read_size == -1) 
         perror(FALLO_RECV); 
 
     //Free the socket pointer 
     free(socket_desc); 
 





 fd_dev_mem = open("/dev/mem", O_RDWR | O_SYNC); 




  printf("ERROR: could not open \"/dev/mem\".\n"); 
     printf("    errno = %s\n", strerror(errno)); 











    hps_gpio = mmap(NULL, hps_gpio_span, PROT_READ | PROT_WRITE, MAP_SHARED, 
fd_dev_mem, hps_gpio_ofst); 
    if (hps_gpio == MAP_FAILED) 
    { 
        printf("Error: hps_gpio mmap() failed.\n"); 
        printf("    errno = %s\n", strerror(errno)); 
        close(fd_dev_mem); 
        exit(EXIT_FAILURE); 
    } 
} 
 
void munmap_hps_peripherals() { 
    if (munmap(hps_gpio, hps_gpio_span) != 0) 
    { 
        printf("Error: hps_gpio munmap() failed\n"); 
        printf("    errno = %s\n", strerror(errno)); 
        close(fd_dev_mem); 
        exit(EXIT_FAILURE); 
    } 
 





    void *hps_gpio_direction = ALT_GPIO_SWPORTA_DDR_ADDR(hps_gpio); 
    alt_setbits_word(hps_gpio_direction, ALT_GPIO_PIN_OUTPUT << 
HPS_LED_PORT_BIT); 




void mmap_fpga_peripherals() { 
    h2f_lw_axi_master = mmap(NULL, h2f_lw_axi_master_span, PROT_READ | 
PROT_WRITE, MAP_SHARED, fd_dev_mem, h2f_lw_axi_master_ofst); 
    if (h2f_lw_axi_master == MAP_FAILED) 
    { 
        printf("Error: h2f_lw_axi_master mmap() failed.\n"); 
        printf("    errno = %s\n", strerror(errno)); 
        close(fd_dev_mem); 
        exit(EXIT_FAILURE); 
    } 
 
    //fpga_leds = h2f_lw_axi_master + LEDS_H_BASE; 
    fpga_led_prueba      = h2f_lw_axi_master + LED_PRUEBA_BASE; 
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    fpga_reset_n         = h2f_lw_axi_master + RESET_N_BASE; 





    if (munmap(h2f_lw_axi_master, h2f_lw_axi_master_span) != 0) 
    { 
        printf("Error: h2f_lw_axi_master munmap() failed\n"); 
        printf("    errno = %s\n", strerror(errno)); 
        close(fd_dev_mem); 
        exit(EXIT_FAILURE); 
    } 
 
    h2f_lw_axi_master    = NULL; 
    fpga_led_prueba      = NULL; 
    fpga_reset_n         = NULL; 





    mmap_hps_peripherals(); 





    munmap_hps_peripherals(); 
    munmap_fpga_peripherals(); 
} 
 
void Write_RESET_N(uint32_t value){ 
    alt_write_word(fpga_reset_n, value); 
} 
 
void Write_AVALON_BUS_BRIDGE(uint32_t offset,uint32_t value) 
{ 
 alt_write_word(fpga_alma_bus_bridge + offset, value); 
} 
 
uint32_t Read_AVALON_BUS_BRIDGE(uint32_t offset) 
{ 
 return alt_read_word(fpga_alma_bus_bridge + offset); 
} 
 
int Generar_pulsos(Trayectoria *Movimiento_robot,char unidad) 
{ 
 int i,j,p,m,eje_m,tot_Pasos = 0,cont_Pasos = 0,cont_Pasosf = 0; 
 int Grupos_pasos_interp[pasos_max]; 
 
 //Se alistan primero las entradas a las funciones relacionadas al 
splin cúbico: qd y t 
 //La primera la obtengo mediante vec_coor. Todos los elementos de 
éste, tienen que ser multipicado por <<52>>. 
 //El segundo, sgún se desarrolló en matlab, tiene que estar en función 
de qd. En este caso, 
 //llamaría al tiempo <<t>>: <<tiempo máquina>>, ya que está en función 
del número de pasos y también de <<c>>. 
159 
 
 //El tiempo máquina (dado, vale recalcar, en pasos), sirve como 
referencia de cuánta distancia es que se mueve el robot. 
 //Es entero, y aumenta de uno en uno. 
 //Idealmente los tres ejes van a cumplir con la misma cantidad de 
pasos, sin embargo, en realidad, uno de los tres será mayor. 
 //Es así que se tendrán que rellenar con ceros cada grupo de 
coordenada, aquellos ejes que se muevan menos, 
 //con el expreso motivo de que se mantenga la sincronicidad en los 
movimientos, y así, se obtenga la trayectoria adecuada 
 //de la herramienta en el area de trabajo. 
 
 /*if(eje == 'X')   p = 0; 
 else if(eje == 'Y') p = 1; 
 else if(eje == 'Z') p = 2;*/ 
 
 //Los valores coordenados (en unidades de pixel) se deben someter a la 
cinemática inversa, para saber la traslación de q 
 //en primera instancia en pixeles. Luego, se lo convierte a pasos, que 
es la unidad mínima de movimiento del robot. 
 //Dicho en otras palabras, el espacio-máquina se basa en pasos (que 
bien se pudieran convertir a mm: 1 Paso = 0.005 mm) 
 /*for(i=0;i<cont_vec_coor[p];i++) 
  Pasos[i] = Distancia_pasos(vec_coor[p][i],eje); 
 for(i=0;i<cont_vec_coor_efec;i++) 
  vec_coor_efec[i] = Distancia_pasos(vec_coor_efec[i],eje);*/ 
 
 for(i=0;i<3;i++){ 
  if(i == 0){ 
   for(j=0;j<Movimiento_robot-
>Coordenadas.Elementos_x_eje_coor;j++) 
    (Movimiento_robot->Articulaciones+i)->q_Pasos[j] = 
Distancia_pasos(Movimiento_robot->Coordenadas.X[j],(Movimiento_robot-
>Articulaciones+i)->Eje,unidad); 
   for(j=0;j<Movimiento_robot-
>Coordenadas_efectivas.Elementos_x_eje_coor_X_efec;j++) 




  } 
  else if(i == 1){ 
   for(j=0;j<Movimiento_robot-
>Coordenadas.Elementos_x_eje_coor;j++) 
    (Movimiento_robot->Articulaciones+i)->q_Pasos[j] = 
Distancia_pasos(Movimiento_robot->Coordenadas.Y[j],(Movimiento_robot-
>Articulaciones+i)->Eje,unidad); 
   for(j=0;j<Movimiento_robot-
>Coordenadas_efectivas.Elementos_x_eje_coor_Y_efec;j++) 




  } 
  else if(i == 2){ 
   for(j=0;j<Movimiento_robot-
>Coordenadas.Elementos_x_eje_coor;j++) 





   for(j=0;j<Movimiento_robot-
>Coordenadas_efectivas.Elementos_x_eje_coor_Z_efec;j++) 





 //MANDAR A LA CONSOLA VALORES DE MOVIMIENTO_ROBOT PARA ASEGURAR EL 
CORRECTO GUARDADO 
 /*for(i=0;i<3;i++){ 
  if(i == 0){ 
   printf("---Eje: %s\n",&(Movimiento_robot-
>Articulaciones+i)->Eje); 
   for(j=0;j<Movimiento_robot-
>Coordenadas.Elementos_x_eje_coor;j++) 
    printf("   Coordenadas[%d]: 
%d\n",j,Movimiento_robot->Coordenadas.X[j]); 
   for(j=0;j<Movimiento_robot-
>Coordenadas.Elementos_x_eje_coor;j++) 
    printf("   q_Pasos[%d]: %d\n",j,(Movimiento_robot-
>Articulaciones+i)->q_Pasos[j]); 
   for(j=0;j<Movimiento_robot-
>Coordenadas_efectivas.Elementos_x_eje_coor_X_efec;j++) 
    printf("   Coordenadas_efectivas[%d]: 
%d\n",j,Movimiento_robot->Coordenadas_efectivas.X_efectivo[j]); 
   for(j=0;j<Movimiento_robot-
>Coordenadas_efectivas.Elementos_x_eje_coor_X_efec;j++) 
    printf("   q_Pasos_efectivos[%d]: 
%d\n",j,Movimiento_robot->Articulaciones->q_Pasos_efectivos[j]);} 
  else if(i == 1){ 
   printf("---Eje: %s\n",&(Movimiento_robot-
>Articulaciones+i)->Eje); 
   for(j=0;j<Movimiento_robot-
>Coordenadas.Elementos_x_eje_coor;j++) 
    printf("   Coordenadas[%d]: 
%d\n",j,Movimiento_robot->Coordenadas.Y[j]); 
   for(j=0;j<Movimiento_robot-
>Coordenadas.Elementos_x_eje_coor;j++) 
    printf("   q_Pasos[%d]: %d\n",j,(Movimiento_robot-
>Articulaciones+i)->q_Pasos[j]); 
   for(j=0;j<Movimiento_robot-
>Coordenadas_efectivas.Elementos_x_eje_coor_Y_efec;j++) 
    printf("   Coordenadas_efectivas[%d]: 
%d\n",j,Movimiento_robot->Coordenadas_efectivas.Y_efectivo[j]); 
   for(j=0;j<Movimiento_robot-
>Coordenadas_efectivas.Elementos_x_eje_coor_Y_efec;j++) 
    printf("   q_Pasos_efectivos[%d]: 
%d\n",j,(Movimiento_robot->Articulaciones+1)->q_Pasos_efectivos[j]);} 
  else if(i == 2){ 
   printf("---Eje: %s\n",&(Movimiento_robot-
>Articulaciones+i)->Eje); 
   for(j=0;j<Movimiento_robot-
>Coordenadas.Elementos_x_eje_coor;j++) 
    printf("   Coordenadas[%d]: 
%d\n",j,Movimiento_robot->Coordenadas.Z[j]); 
   for(j=0;j<Movimiento_robot-
>Coordenadas.Elementos_x_eje_coor;j++) 




   for(j=0;j<Movimiento_robot-
>Coordenadas_efectivas.Elementos_x_eje_coor_Z_efec;j++) 
    printf("   Coordenadas_efectivas[%d]: 
%d\n",j,Movimiento_robot->Coordenadas_efectivas.Z_efectivo[j]); 
   for(j=0;j<Movimiento_robot-
>Coordenadas_efectivas.Elementos_x_eje_coor_Z_efec;j++) 




 //Sometemos el vector Pasos (en unidades pasos) al interpolador 
cúbico. De tal forma que se obtiene una trayectoria 
 //dentro del espacio-máquina. La trayectoria se almacena en 
Pasos_interpolados, y como tal, empieza en cero y termina 
 //en un número diferente o igual a cero. 




  if(i == 0){ 
   p_cubico((Movimiento_robot->Articulaciones+i)-
>q_Pasos_efectivos,Movimiento_robot-
>Coordenadas_efectivas.Elementos_x_eje_coor_X_efec, Movimiento_robot,i); 
   //for(j=0;j<(Movimiento_robot->Articulaciones+i)-
>num_tot_q_intr;j++){ 
     //printf("Valores direc en x[%d]: 
%d\n",j,(Movimiento_robot->Articulaciones+i)->q_interpolado[j]);} 
   if((Movimiento_robot->Articulaciones+i)->Eje == '\n') 
    return 6;}//Error 6: Error en el interpolador 
  else if(i == 1){ 
   p_cubico((Movimiento_robot->Articulaciones+i)-
>q_Pasos_efectivos,Movimiento_robot-
>Coordenadas_efectivas.Elementos_x_eje_coor_Y_efec, Movimiento_robot,i); 
   //for(j=0;j<(Movimiento_robot->Articulaciones+i)-
>num_tot_q_intr;j++){ 
     //printf("Valores direc en y[%d]: 
%d\n",j,(Movimiento_robot->Articulaciones+i)->q_interpolado[j]);} 
   if((Movimiento_robot->Articulaciones+i)->Eje == '\n') 
    return 6;} 
  else if(i == 2){ 
   p_cubico((Movimiento_robot->Articulaciones+i)-
>q_Pasos_efectivos,Movimiento_robot-
>Coordenadas_efectivas.Elementos_x_eje_coor_Z_efec, Movimiento_robot,i); 
   //for(j=0;j<(Movimiento_robot->Articulaciones+i)-
>num_tot_q_intr;j++){ 
     //printf("Valores direc en z[%d]: 
%d\n",j,(Movimiento_robot->Articulaciones+i)->q_interpolado[j]);} 
   if((Movimiento_robot->Articulaciones+i)->Eje == '\n') 
    return 6;}} 
 
 //Se imprime el resultado de las interpolaciones de los valores de las 
variables articulares 
 if(unidad == 'm'){ 









   printf("%d;\n",(Movimiento_robot->Articulaciones)-
>q_interpolado[i]); 
  printf("Articulacion q2:\n"); 
  for(i=0;i<(Movimiento_robot->Articulaciones+1)-
>num_tot_q_intr;i++) 
   printf("%d;\n",(Movimiento_robot->Articulaciones+1)-
>q_interpolado[i]); 
  printf("Articulacion q3:\n"); 
  for(i=0;i<(Movimiento_robot->Articulaciones+2)-
>num_tot_q_intr;i++) 




 //printf("Num q_intr: %d\n",); 
 
 //Para saber cuánto es la traslación de valor coordenado a valor 
coordenado, debe realizarse una sustracción de sus elementos 
 //consecutivos. Se usa el mismo vector para ahorrar espacio: 
Pasos_interpolados, el cual, una vez sometido a este paso, 
 //ya no empezará en cero, sino con la primera cantidad de pasos a 
trasladarse. Según la presente metología, los valores de 
 //Pasos_interpolados, serán o 1 o 0, en su mayoría, raras veces 2. De 
tal modo que iremos moviendo los motores, cada unidad de paso, 
 //dentro de su espacio-máquina. 
 /*if(tot_Pasos>=1)//En caso no ingrese a esta condicional, no hay 
problema, ya que en el siguien for, no se llamará a <<Grupos_pasos_interp>> 
 { 
  for(i=0;i<tot_Pasos-1;i++) 
  { 
   Grupos_pasos_interp[i] = Pasos_interpolados[i+1] - 
Pasos_interpolados[i]; 
   //printf("gpi:%d\n",Grupos_pasos_interp[i]); 
  } 
 }###*/ 
 
 int sumgrux = 0; 
 int sumgruy = 0; 
 int sumgruz = 0; 
 
 for(i=0;i<3;i++){ 
  if(i == 0){ 
   for(j=0;j<(Movimiento_robot->Articulaciones+i)-
>num_tot_q_intr - 1;j++){ 
    Movimiento_robot->Grupos_pasos.X_Grupos_pasos[j] = 
abs((Movimiento_robot->Articulaciones+i)->q_interpolado[j+1] - 
(Movimiento_robot->Articulaciones+i)->q_interpolado[j]); 
    sumgrux += Movimiento_robot-
>Grupos_pasos.X_Grupos_pasos[j]; 
   } 
  } 
  else if(i == 1){ 
   for(j=0;j<(Movimiento_robot->Articulaciones+i)-
>num_tot_q_intr - 1;j++){ 





    sumgruy += Movimiento_robot-
>Grupos_pasos.Y_Grupos_pasos[j]; 
   } 
  } 
  else if(i == 2){ 
   for(j=0;j<(Movimiento_robot->Articulaciones+i)-
>num_tot_q_intr - 1;j++){ 
    Movimiento_robot->Grupos_pasos.Z_Grupos_pasos[j] = 
abs((Movimiento_robot->Articulaciones+i)->q_interpolado[j+1] - 
(Movimiento_robot->Articulaciones+i)->q_interpolado[j]); 
    sumgruz += Movimiento_robot-
>Grupos_pasos.Z_Grupos_pasos[j]; 
   } 
  } 
 } 
 
 //printf("Suma grupos X: %d, Suma grupos Y: %d, Suma grupos Z: 
%d\n",sumgrux,sumgruy,sumgruz); 
 
 //Ahora debo normalizar el número de pasos, o más bien, desde este 
momento podemos llamarele: grupos de pasos, que como dije 
 //líneas atrás serán grupos de 1 o 0 o 2 pasos. Sucede que no todas 
las articulaciones se moverán igual, ya que las coordenadas 
 //varían y bien se puede requerir x=4píxeles, y=1000píxeles... Por lo 
tanto, normalizar el número de pasos por grupo, basados 
 //en el valor de los ejes coordenados mayores, es necesario. 
 /*for(j=0;j<cont_vec_coor[p]-1;j++) 
 { 
  eje_m = Eje_mayor(vec_coor,j,eje); 
  for(m=0;m<eje_m;m++) 
  { 
   if(m<(Pasos[j+1]-Pasos[j])) //m<0 significa que se 
rellenará un intervalo de una <<coordenada congelada>> 
   { 
    Pasosf[cont_Pasosf] = 
Grupos_pasos_interp[cont_Pasos]; 
    cont_Pasos++; 
   }else 
   { 
    Pasosf[cont_Pasosf] = 0; 
    direc_motor[cont_Pasosf + 1] = 0;//valor que 
rellena los espacios para normalizar los tamaños de los intervalos 
   } 
   cont_Pasosf++;       
//pues la idea es que se mantenga la sincronicidad. En un vector de 
coordenadas, 
           
  //lo ideal es que el x,y,z sean logrados al mismo tiempo, pero ya que 
no se trabaja 
           
  //aún en un algoritmo que module la aceleración o velocidad, al menos 
se debe asegurar 
           
  //que todas las articulaciones comiencen al mismo tiempo por 
c/intervalo. 
  } 






  if(i == 0){ 
   for(j=0;j<Movimiento_robot-
>Coordenadas.Elementos_x_eje_coor - 1;j++){ 
    eje_m = 
Eje_mayor(Movimiento_robot,j,(Movimiento_robot->Articulaciones+i)-
>Eje,unidad); 
    //printf("eje_m: %d\n",eje_m); 
    for(m=0;m<eje_m;m++){ 
     if(m<abs(((Movimiento_robot-
>Articulaciones+i)->q_Pasos[j+1]) - (Movimiento_robot->Articulaciones+i)-
>q_Pasos[j])){ 
      Movimiento_robot-
>Grupos_pasos.X_Grupos_pasos_nrmlzds[cont_Pasosf] = Movimiento_robot-
>Grupos_pasos.X_Grupos_pasos[cont_Pasos]; 
      (Movimiento_robot->Articulaciones+i)-
>dir_nrmlzd[cont_Pasosf] = (Movimiento_robot->Articulaciones+i)-
>dir[cont_Pasos]; 
      cont_Pasos++;} 
     else{ 
      Movimiento_robot-
>Grupos_pasos.X_Grupos_pasos_nrmlzds[cont_Pasosf] = 0; 
      (Movimiento_robot->Articulaciones+i)-
>dir_nrmlzd[cont_Pasosf] = 0;} 
     cont_Pasosf++;}}} 
  else if(i == 1){ 
   for(j=0;j<Movimiento_robot-
>Coordenadas.Elementos_x_eje_coor - 1;j++){ 
    eje_m = 
Eje_mayor(Movimiento_robot,j,(Movimiento_robot->Articulaciones+i)-
>Eje,unidad); 
    for(m=0;m<eje_m;m++){ 
     if(m<abs(((Movimiento_robot-
>Articulaciones+i)->q_Pasos[j+1]) - (Movimiento_robot->Articulaciones+i)-
>q_Pasos[j])){ 
      Movimiento_robot-
>Grupos_pasos.Y_Grupos_pasos_nrmlzds[cont_Pasosf] = Movimiento_robot-
>Grupos_pasos.Y_Grupos_pasos[cont_Pasos]; 
      (Movimiento_robot->Articulaciones+i)-
>dir_nrmlzd[cont_Pasosf] = (Movimiento_robot->Articulaciones+i)-
>dir[cont_Pasos]; 
      cont_Pasos++;} 
     else{ 
      Movimiento_robot-
>Grupos_pasos.Y_Grupos_pasos_nrmlzds[cont_Pasosf] = 0; 
      (Movimiento_robot->Articulaciones+i)-
>dir_nrmlzd[cont_Pasosf] = 0;} 
     cont_Pasosf++;}}} 
  else if(i == 2){ 
   for(j=0;j<Movimiento_robot-
>Coordenadas.Elementos_x_eje_coor - 1;j++){ 
    eje_m = 
Eje_mayor(Movimiento_robot,j,(Movimiento_robot->Articulaciones+i)-
>Eje,unidad); 
    //printf("eje_m: %d\n",eje_m); 
    for(m=0;m<eje_m;m++){ 





      Movimiento_robot-
>Grupos_pasos.Z_Grupos_pasos_nrmlzds[cont_Pasosf] = Movimiento_robot-
>Grupos_pasos.Z_Grupos_pasos[cont_Pasos]; 
      (Movimiento_robot->Articulaciones+i)-
>dir_nrmlzd[cont_Pasosf] = (Movimiento_robot->Articulaciones+i)-
>dir[cont_Pasos]; 
      cont_Pasos++;} 
     else{ 
      Movimiento_robot-
>Grupos_pasos.Z_Grupos_pasos_nrmlzds[cont_Pasosf] = 0; 
      (Movimiento_robot->Articulaciones+i)-
>dir_nrmlzd[cont_Pasosf] = 0;} 




     cont_Pasosf++;} 
   Movimiento_robot->Grupos_pasos.num_tot_pasos_nrmlzds = 
cont_Pasosf; 
   //printf("numtotpasos: %d\n",Movimiento_robot-
>Grupos_pasos.num_tot_pasos_nrmlzds); 
   } 
  } 
  cont_Pasos = 0; 
  cont_Pasosf = 0;} 
 
 //for(i=0;i<Movimiento_robot->Grupos_pasos.num_tot_pasos_nrmlzds;i++){ 






 //printf("######Empezando el movimiento######\n"); 
 i = 0; 
 int Mitad_Pasos = Movimiento_robot-
>Grupos_pasos.num_tot_pasos_nrmlzds/ 2; 
 int n1 = 0, n2 = Mitad_Pasos - 1, n3 = Mitad_Pasos + 1; 
 //int ni = 0; 
 char calculo_c_listo = 0, bandera_cero = 0; 
 
 //Velocidades iniciales de cada articulacion: X,Y,Z respectivamente 
 (Movimiento_robot->Articulaciones)->w[0] = 0; 
 (Movimiento_robot->Articulaciones+1)->w[0] = 0; 
 (Movimiento_robot->Articulaciones+2)->w[0] = 0; 
 
 printf("Velocidades angulares generadas\n"); 
 printf("-------------------------------\n"); 












  //Posteriormete, ya con la cantidada de milímetros en pasos de 
la traslación, 
  //se pasa a utilizar los algoritmos de D.A. En tiempo real son 
hallados los 
  //valores de los periodos. Por lo que, se halla el primero, que 
es el c0, y los 
  //cn, el resto, con un ciclo for. Una vez establecido el 
periodo, se envía inmediata- 
  //mente. 
 
  int px = Movimiento_robot-
>Grupos_pasos.X_Grupos_pasos_nrmlzds[i]; 
  int py = Movimiento_robot-
>Grupos_pasos.Y_Grupos_pasos_nrmlzds[i]; 
  int pz = Movimiento_robot-
>Grupos_pasos.Z_Grupos_pasos_nrmlzds[i]; 
  int ia = -1; 
 
  //sumx += px; 
  //sumy += py; 
  //sumz += pz; 
 
  //printf("{i:%d} px: %d, py: %d, pz: %d, sumx: %d, sumy: %d, 
sumz: %d\n",i,px,py,pz,sumx,sumy,sumz); 
 
  if(px == 0 && py == 0 && pz == 0) bandera_cero = 1; 
 
  j = 0; 
  while(j < px || j < py || j < pz || bandera_cero) //Tener en 
cuenta que ninguno puede ser cero sino habría un error en el algoritmo de DA 
  { 
   if (i == 0){ 
    //se calcula el timer_count: c0 
    Calculo_periodo_c(Movimiento_robot,0,0,0,0,i); 
   } 
   //printf("cni: %d\n",Movimiento_robot-
>Periodos_c.X_Periodo_c[0]); 
   //Sse tiene que tener en cuenta que será necesario 
calcular el siguiente valor 
   //de c, pero dentro del ciclo while, de tal modo que el 
valor ya se haya calculado 
   //previo a la siguiente generación de pulso, para el 
respectivo movimiento del motor. 
 
   //Se reinicia el bloque slave_bridge (GESTION_PUENTE) 
   Write_RESET_N(0x0); 
   Write_RESET_N(0x1); 
   //Se habilita al bloque generador de pulsos 
   Write_AVALON_BUS_BRIDGE(HGP,0x0); 
   //Se ordena el envío del conteo del periodo 
   Write_AVALON_BUS_BRIDGE(OGP,0x0); 
   //Se envía la cuenta del periodo c a los generadores de 
pulsos 
 
   if(px == 0) 
    Write_AVALON_BUS_BRIDGE(xEPG,0); 
   else 




   if(py == 0) 
    Write_AVALON_BUS_BRIDGE(yEPG,0); 
   else 
    Write_AVALON_BUS_BRIDGE(yEPG,Movimiento_robot-
>Periodos_c.Y_Periodo_c[i]); 
   if(pz == 0) 
    Write_AVALON_BUS_BRIDGE(zEPG,0); 
   else 
    Write_AVALON_BUS_BRIDGE(zEPG,Movimiento_robot-
>Periodos_c.Z_Periodo_c[i]); 
 
    //printf("periodoX: %d\n",Movimiento_robot-
>Periodos_c.X_Periodo_c[i]); 
    //printf("Grupo paso: %d cn: %d n1: %d n2: %d 
realizado\n",i,Movimiento_robot->Periodos_c.Z_Periodo_c[i],n1,n2); 
 
   //Se reinicia el bloque generador de pulsos 
   Write_AVALON_BUS_BRIDGE(RGP,0x0); 
   //Se envía la orden de consulta 
   Write_AVALON_BUS_BRIDGE(CGP,0x0); 
 
   if(!bandera_cero) 
   { 
    while(Read_AVALON_BUS_BRIDGE(APG) != 0x01) 
    { 
     if(ia != i) 
     { 
      if(i >= 0 && i < n2){  
 
 Calculo_periodo_c(Movimiento_robot,1,n1,n2,n3,i); 
       } 
      else if(i >= n2 && i < 
Movimiento_robot->Grupos_pasos.num_tot_pasos_nrmlzds - 1){ 
      
 Calculo_periodo_c(Movimiento_robot,2,n1,n2,n3,i); 
       } 
      //printf("Grupo paso: %d cn: %d n1: %d 
n2: %d realizado\n",i,Movimiento_robot->Periodos_c.Y_Periodo_c[i],n1,n2); 
      if(unidad == 'm') 
printf("%d;\n",Movimiento_robot->Periodos_c.X_Periodo_c[i]); 
      ia = i; 
     } 
     //printf("Grupo paso: %d Periodo %d : %d n1: 
%d n2: %d realizado\n",i,ni,cn[ni],n1,n2); 
    } 
   }else{ 
    if(ia != i) 
    { 
     if(i >= 0 && i < n2){  
     
 Calculo_periodo_c(Movimiento_robot,1,n1,n2,n3,i); 
     }else if(i >= n2 && i < Movimiento_robot-
>Grupos_pasos.num_tot_pasos_nrmlzds - 1){ 
     
 Calculo_periodo_c(Movimiento_robot,2,n1,n2,n3,i); 
     } 




     if(unidad == 'm') 
printf("%d;\n",Movimiento_robot->Periodos_c.X_Periodo_c[i]); 
     ia = i; 
    } 
   } 
 
   bandera_cero = 0; 
   j++; 
  } 
  i++; 
 } 
 printf("-------------------------------\n"); 
 return 0; 
} 
 
char Enviar_pulsos(uint32_t cx,uint32_t cy,uint32_t cz) 
{ 
 char Respuesta_cerebro = 0; 
 //Se reinicia el bloque slave_bridge 
 Write_RESET_N(0x0); 
 Write_RESET_N(0x1); 
    //Se habilita al bloque generador de pulsos 
    Write_AVALON_BUS_BRIDGE(HGP,0x0); 
    //Se ordena el envío del conteo del periodo 
    Write_AVALON_BUS_BRIDGE(OGP,0x0); 
    //Se envía la cuenta del periodo c 
    Write_AVALON_BUS_BRIDGE(xEPG,cx); 
    Write_AVALON_BUS_BRIDGE(yEPG,cy);//0 
    Write_AVALON_BUS_BRIDGE(zEPG,cz);//0 
    //Se reinicia el bloque generador de pulsos 
    Write_AVALON_BUS_BRIDGE(RGP,0x0); 
    //Se envía la orden de consulta 
    Write_AVALON_BUS_BRIDGE(CGP,0x0); 
    while(Respuesta_cerebro < 0x01){ 
     Respuesta_cerebro = Read_AVALON_BUS_BRIDGE(APG);} 
 
    return Respuesta_cerebro; 
} 
 
int Tama_trama(char RxTrama[],Trama_recibida *Trama_mov_robot) 
{ 
 int Tama_str = 0;//cuen_filas = 0; 
 char comenzar_calculo_c;//,eje_anterior = 0,filas_contadas = 0; 
 /*Las tramas de movimiento con coordenadas del robot ahora tienen la 
siguiente sintaxis: 
  * T[f/x/y/z][num_coor]-[coor_1];[coor_2];...;[coor_n];[eje o S o F] 
  * Además, ya que se aposatará por usar el método de serializacion, 
por el momento no se preveerá 
  * una forma de tratar las tramas más grandes que 2000 bytes. 
Probablemente aumente provisionalmente de 
  * número máximo. 
  */ 
 
 while(RxTrama[Tama_str] != 'S' && RxTrama[Tama_str] != 'Y' && 




] = (char)RxTrama[Tama_str]; 
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  (*Trama_mov_robot).Bytes_recibidos[s] += 1; 
  Tama_str++;} 
 if(RxTrama[Tama_str] == 'S') 
  comenzar_calculo_c = 0; //no comenzar cálculo 0 
 else if (Tama_str >= num_tama_RxTrama_max) 
  comenzar_calculo_c = -1; //Error 4: error en la recepción de la 
trama larga. Se debe igualar a cero una vez enviado el mensaje de error 
 else if (RxTrama[Tama_str] == 'Z'){ 
  (*Trama_mov_robot).Progreso = 'Z'; 
  comenzar_calculo_c = 0; 
  s++;} 
 else if (RxTrama[Tama_str] == 'Y'){ 
  (*Trama_mov_robot).Progreso = 'Y'; 
  comenzar_calculo_c = 0; 
  s++;} 
 else if (RxTrama[Tama_str] == 'F'){ 
  (*Trama_mov_robot).Progreso = 'X'; 
  comenzar_calculo_c = 1; 
  s = 0;} //RECORDAR: debo limpiar: s y Trama_mov_robot 
 
 return comenzar_calculo_c; 
} 
 
int Deco_Trama_T(Trama_recibida Trama_mov_robot, Coor *Coordenadas) 
{ 
 int i = 2; //en la posición 3 del vector de la trama, es allí donde 
inicia el número de coordenadas o de valores articulares 
 int j,p,num,num_coor = 0,val_coor = 0,elmts[3] = {0,0,0}; 
 //Tp1-10; 
 for(p=0;p<3;p++){ 
  while(Trama_mov_robot.XYZ_vector[p][i] != '-' && i <= 
num_coor_digit_max + 2){ 
   //DECODIFICANDO EL NUMERO DE COORDENADAS o valores de 
variables coordenadas 
   if(Trama_mov_robot.XYZ_vector[p][i]>=48 && 
Trama_mov_robot.XYZ_vector[p][i]<=57){ 
    num = Trama_mov_robot.XYZ_vector[p][i] - '0'; 
    num_coor = num_coor*10 + num;} 
   else 
    return 1; //Error 1: error de decodificación de 
número de periodos 
   i++;} 
  if(i > num_coor_digit_max + 2) 
   return 1; //Error 1: error de decodificación de número de 
periodos 
  for(j=i+1;j<Trama_mov_robot.Bytes_recibidos[p];j++){ 
   if(Trama_mov_robot.XYZ_vector[p][j] != ';'){ 
    if(Trama_mov_robot.XYZ_vector[p][j] >= 48 && 
Trama_mov_robot.XYZ_vector[p][j] <= 57){ 
     num = Trama_mov_robot.XYZ_vector[p][j] - '0'; 
     val_coor = val_coor*10 + num;} 
    else 
     return 2;} //Error 2: error de decodificación 
de periodos 
   else{ 
    if(p==0) 
    
 (*Coordenadas).X[(*Coordenadas).Elementos_x_eje_coor] = val_coor; 
    else if(p==1) 
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 (*Coordenadas).Y[(*Coordenadas).Elementos_x_eje_coor] = val_coor; 
    else 
    
 (*Coordenadas).Z[(*Coordenadas).Elementos_x_eje_coor] = val_coor; 
    val_coor = 0; 
    (*Coordenadas).Elementos_x_eje_coor += 1;}} 
  if(num_coor != (*Coordenadas).Elementos_x_eje_coor) 
   return 3; //Error 3: error de recepción de periodos 
  i = 2; 
  elmts[p] = (*Coordenadas).Elementos_x_eje_coor; 
  if(p<2) (*Coordenadas).Elementos_x_eje_coor = 0; 
  num_coor = 0;} 
 if(elmts[0] == elmts[1] && elmts[1] == elmts[2]) 
  return 0; //No existe error alguno 
 else 






 char i = 0; 
 memset(&Trama_mov_robot.XYZ_vector[3][datos_rx_max],'\0',3*sizeof 
Trama_mov_robot.XYZ_vector[3][datos_rx_max]); 
 Trama_mov_robot.Bytes_recibidos[0] = 0; 
 Trama_mov_robot.Bytes_recibidos[1] = 0; 
 Trama_mov_robot.Bytes_recibidos[2] = 0; 
 Trama_mov_robot.Progreso = 'X'; 
 
 for(i=0;i<3;i++){ 
  memset(&(Articulaciones+i)->dir,'\0',sizeof Articulaciones-
>dir); 
  (Articulaciones+i)->num_tot_q_intr = 0; 
  memset(&(Articulaciones+i)->q_Pasos,0,sizeof (Articulaciones+i)-
>q_Pasos); 
  memset(&(Articulaciones+i)->q_interpolado,0,sizeof 
(Articulaciones+i)->q_interpolado); 
  memset(&(Articulaciones+i)->q_Pasos_efectivos,0,sizeof 
(Articulaciones+i)->q_Pasos_efectivos); 




void A_vector_efectivo(Coor Coordenadas,Coor_efec *Coordenadas_efec) 
{ 
 //Función para hallar el vector efectivo de un vector de ejes 
coordenados. En este caso el vector efectivo, es el que me 
 //va a permitir conseguir un vector tiempo sin espacios congelados, es 
decir, con valores en orden ascendente. 
 int i,j,sus,idx = 0; 
 char hay_movimiento = 0; 
 
 /*if(eje == 'X')   p = 0; 
 else if(eje == 'Y') p = 1; 
 else if(eje == 'Z') p = 2;*/ 
 
 //Siempre son iguales los valores iniciales 
 (*Coordenadas_efec).X_efectivo[0] = Coordenadas.X[0]; 
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 (*Coordenadas_efec).Y_efectivo[0] = Coordenadas.Y[0]; 




  if(i == 0){ 
   for(j=0;j<Coordenadas.Elementos_x_eje_coor-1;j++){ 
    sus = abs(Coordenadas.X[j+1] - Coordenadas.X[j]); 
    if(sus > 0){ 
     (*Coordenadas_efec).X_efectivo[idx] = 
Coordenadas.X[j+1]; 
     hay_movimiento = 1; 
     idx++;}} 
   if(!hay_movimiento) 
(*Coordenadas_efec).Elementos_x_eje_coor_X_efec = 0; 
   else (*Coordenadas_efec).Elementos_x_eje_coor_X_efec = 
idx; 
   hay_movimiento = 0; 
   idx = 1;} 
  else if(i == 1){ 
   for(j=0;j<Coordenadas.Elementos_x_eje_coor-1;j++){ 
    sus = abs(Coordenadas.Y[j+1] - Coordenadas.Y[j]); 
    if(sus > 0){ 
     (*Coordenadas_efec).Y_efectivo[idx] = 
Coordenadas.Y[j+1]; 
     hay_movimiento = 1; 
     idx++;}} 
   if(!hay_movimiento) 
(*Coordenadas_efec).Elementos_x_eje_coor_Y_efec = 0; 
   else (*Coordenadas_efec).Elementos_x_eje_coor_Y_efec = 
idx; 
   hay_movimiento = 0; 
   idx = 1;} 
  else if(i == 2){ 
   for(j=0;j<Coordenadas.Elementos_x_eje_coor-1;j++){ 
    sus = abs(Coordenadas.Z[j+1] - Coordenadas.Z[j]); 
    if(sus > 0){ 
     (*Coordenadas_efec).Z_efectivo[idx] = 
Coordenadas.Z[j+1]; 
     hay_movimiento = 1; 
     idx++;}} 
   if(!hay_movimiento) 
(*Coordenadas_efec).Elementos_x_eje_coor_Z_efec = 0; 
   else (*Coordenadas_efec).Elementos_x_eje_coor_Z_efec = 
idx; 




int Distancia_pasos(int p,char eje,char unidad) 
{ 
 int q = Cinematica_inversa(p,eje,unidad); //Según el eje coordenado 
<<eje>>, se encontrá el valor <<q>> en función de <<p>> 
 int d_pasos = q;       //Conversión de pixeles 
 if(unidad == 'p') 
  return d_pasos *= pasos_x_pixel;   //a pasos 
 else{ //(tipo == 'm') 
  //if(eje == 'X' || eje == 'Y') 
   //return d_pasos *= pasos_x_mm_2w1_2p; 
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  //else //eje == 'Z' 





void Calculo_periodo_c(Trayectoria *Movimiento_robot,char ecuacion, int 
n1,int n2,int n3,int i) 
{ 
 if(ecuacion == 0){ 












 else if(ecuacion == 1){ 
  Timer_count_n_aprox_smooth(n1,n2,i+1,'X',Movimiento_robot); 
  Timer_count_n_aprox_smooth(n1,n2,i+1,'Y',Movimiento_robot); 
  Timer_count_n_aprox_smooth(n1,n2,i+1,'Z',Movimiento_robot);} 
 else if(ecuacion == 2){ 




















int Timer_count_cero_aprox(int f, float alfa, char dw_i, char dir) 
{ 
 float rt1 = 0.676 * f; 
 float rt2 = sqrt(2*alfa/dw_i); 
 unsigned int C_cero_aprox = round(rt1 * rt2); 
 if(dir) 
  C_cero_aprox += msb; 
 return C_cero_aprox; 
} 
 





 char calc_w = 1,wmax; 
 unsigned int cn_n; 
 unsigned int nume,deno; 
 float divi,fl_n,fl_d,fl,cn_n_float; 
 double w; 
 int cn; 
 char dir; 
 
 if(eje == 'X'){ 
  w = Movimiento_robot->Articulaciones->w[i-1]; //velocidad de 
referencia es la anterior 
  if(Movimiento_robot->Articulaciones->dir_nrmlzd[i-1] == 1) 
//Giro antihorario, el periodo c debe ser restado lo que previamente se sumó 
para setear el bit 31 
   cn = Movimiento_robot->Periodos_c.X_Periodo_c[i-1] - msb; 
//el anterior para hallar el actual 
  else 
   cn = Movimiento_robot->Periodos_c.X_Periodo_c[i-1]; 
  dir = Movimiento_robot->Articulaciones->dir_nrmlzd[i]; 
  wmax = Articulaciones->W_max;} 
 else if(eje == 'Y'){ 
  w = (Movimiento_robot->Articulaciones+1)->w[i-1]; 
  if((Movimiento_robot->Articulaciones+1)->dir_nrmlzd[i-1] == 1) 
   cn = Movimiento_robot->Periodos_c.Y_Periodo_c[i-1] - msb; 
  else 
   cn = Movimiento_robot->Periodos_c.Y_Periodo_c[i-1]; 
  dir = (Movimiento_robot->Articulaciones+1)->dir_nrmlzd[i]; 
  wmax = (Articulaciones+1)->W_max;} 
 else if(eje == 'Z'){ 
  w = (Movimiento_robot->Articulaciones+2)->w[i-1]; 
  if((Movimiento_robot->Articulaciones+2)->dir_nrmlzd[i-1] == 1) 
   cn = Movimiento_robot->Periodos_c.Z_Periodo_c[i-1] - msb; 
  else 
   cn = Movimiento_robot->Periodos_c.Z_Periodo_c[i-1]; 
  dir = (Movimiento_robot->Articulaciones+2)->dir_nrmlzd[i]; 
  wmax = (Articulaciones+2)->W_max;} 
 
 if(w < wmax) //No debe de excederse de 10 rad/s 
 { 
  nume = 2 * cn; 
  deno = (4 * i) + 1; 
  divi = nume / deno; 
 
  if(i<n1+1) 
      cn_n = round(cn - divi); 
     else 
     { 
      //Factor lineal para la reducción proporcional de la aceleración 
      fl_n = (n2 - i); 
      fl_d = (n2 - n1); 
      fl = fl_n/fl_d; 
      cn_n_float = cn - (divi * fl); 
         cn_n = round(cn_n_float); //round(cn - (divi * fl)); 
     } 
 }else 
 { 
  cn_n = cn_a; 







  cn_a = cn_n; 
  //Cálculo de la velocidad angular para evitar que exceda de 10 
rad/s 
        if(eje == 'X'){ 
         double w_nume = alfa_x * f; 
         Movimiento_robot->Articulaciones->w[i]= w_nume / cn_n; 
        } 
  if(eje == 'Y'){ 
   double w_nume = alfa_y * f; 
   (Movimiento_robot->Articulaciones+1)->w[i]= w_nume / 
cn_n; 
  } 
  if(eje == 'Z'){ 
   double w_nume = alfa_z * f; 
   (Movimiento_robot->Articulaciones+2)->w[i]= w_nume / 
cn_n; 




  if(eje == 'X') Movimiento_robot->Articulaciones->w[i] = 
Movimiento_robot->Articulaciones->w[i-1]; 
  if(eje == 'Y') (Movimiento_robot->Articulaciones+1)->w[i]= 
(Movimiento_robot->Articulaciones+1)->w[i-1]; 
  if(eje == 'Z') (Movimiento_robot->Articulaciones+2)->w[i]= 
(Movimiento_robot->Articulaciones+2)->w[i-1]; 
 } 
 //printf("Periodo %d : %d n1: %d n2: %d : %f 
realizado\n",i,cn_n,n1,n2,fl); 
 if(dir) 
  cn_n += msb; 
 if(eje == 'X') Movimiento_robot->Periodos_c.X_Periodo_c[i] = cn_n; 
 if(eje == 'Y') Movimiento_robot->Periodos_c.Y_Periodo_c[i] = cn_n; 





int Timer_count_n_down_smooth_asy(int cn, int Pasos, int n3,int i, char 
dir_p, char dir_a) 
{ 
 if(dir_p == 1)//si hay giro antihorario debe restarse el valor msb 
  cn -= msb; 
 unsigned int cn_d; 
 int nume = (i - n3); nume = 2 * cn * nume; 
 int deno = (i - Pasos); deno = (4 * deno) + 1; 
 int resta = (Pasos - n3 - 1); deno = abs(deno * resta); 
 float divi = nume/deno; 
 float cn_d_float = cn + divi; 
 cn_d = round(cn_d_float); 
 if(dir_a) 
  cn_d += msb; 





int Cinematica_directa(int q, char eje, char unidad) 
{ 
 int coor, za, he; 
 if(unidad == 'p'){ //en unidades de posición o píxeles 
  za = (int)(za_conf/mm_x_pixel); 
  he = (int)(he_conf/mm_x_pixel);} 
 else{ //'m' milímetros 
  za = za_conf; 




  case 0: //Articulación q1 
   coor = q;//en unidades de posición o píxeles 
   break; 
 
  case 1: //Articulación q2 
   coor = q;//en unidades de posición o píxeles 
   break; 
 
  case 2: //Articulación q3 
   coor = za - (he + q);//en unidades de posición o píxeles 
   break; 
 } 
 return coor; 
} 
 
int Cinematica_inversa(int coor, char eje, char unidad) 
{ 
 int q, za, he; 
 if(unidad == 'p'){ //en unidades de posición o píxeles 
  za = (int)(za_conf/mm_x_pixel); 
  he = (int)(he_conf/mm_x_pixel);} //111./0.227  19./0.227   
17/0.264583 es aprox 65 y 114/0.264583 es aprox 43 
 else{ //'m' milímetros 
  za = za_conf; 




  case 'X': 
   q = coor;//en unidades de posición(up) o píxeles 
   break; 
 
  case 'Y': 
   q = coor; 
   break; 
 
  case 'Z': 
   q = za - (he + coor); 
   break; 
 } 
 return q; 
} 
 
int i_cubico(int q_Pasos_efectivos[],int tama_q,int t[],double 
(*TT)[pasos_max]) 
{ 
 double qd[tama_q],b; 
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 double c,d,T; 
 int i,ti,tii,a; 
 int dist_mov_prev,dist_mov_post; 
 int sig_dist_mov_post,sig_dist_mov_prev; 
 
 qd[0] = 0;//Velocidad inicial 
 qd[tama_q-1] = 0;//y final nulas, ya que empieza y culmina, el robot, 
en reposo. 
 for(i=1;i<tama_q-1;i++){ 
  if(t[i] > 0) 
  { 
   dist_mov_prev = q_Pasos_efectivos[i]-q_Pasos_efectivos[i-
1]; 
   dist_mov_post = q_Pasos_efectivos[i+1]-
q_Pasos_efectivos[i]; 
   sig_dist_mov_prev = signo(dist_mov_prev); 
   sig_dist_mov_post = signo(dist_mov_post); 
   if(sig_dist_mov_prev == sig_dist_mov_post || 
q_Pasos_efectivos[i] == q_Pasos_efectivos[i-1] || q_Pasos_efectivos[i+1] == 
q_Pasos_efectivos[i]) 
   { 
    qd[i] = (0.5*(((float)dist_mov_post/(t[i+1]-
t[i]))+((float)dist_mov_prev/(t[i]-t[i-1])))); 
    //printf("qd:%f",qd[i]); 
   }else 
    qd[i] = 0; 
  }else 
   qd[i] = 0; 
 




  ti = t[i]; 
  tii = t[i+1]; 
  if(tii == ti) 
  { //no hay movimiento 
   T = 0;//return -1;//Error, error en la codificación de 
tiempos 
   a = 0; 
   b = 0; 
   c = 0; 
   d = 0; 
  } 
  else if(tii < ti) 
   return -1;//El algoritmo no está preparado para 
retrocesos espacio-<<spasorales>> 
  else 
  { 
   T = tii-ti; 
   a = q_Pasos_efectivos[i]; 
   b = qd[i]; 
   c = (((3./(T*T))*((double)(q_Pasos_efectivos[i+1]-
q_Pasos_efectivos[i])))-((1./T)*((qd[i+1]+2.*qd[i])))); 
   d = ((1./(T*T))*(qd[i+1]+qd[i])-
(2./(T*T*T))*(double)(q_Pasos_efectivos[i+1]-q_Pasos_efectivos[i])); 
  } 
  TT[0][i] = (double)ti; 
  TT[1][i] = (double)tii; 
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  TT[2][i] = (double)a; 
  TT[3][i] = (double)b; 
  TT[4][i] = c; 
  TT[5][i] = d; 
  //printf("{i: %d} ti: %d, tii: %d, a: %d, b: %.2f, c: %.7f, d: 
%.7f\n",i,ti,tii,a,b,c,d); 
 } 
 return 0; 
} 
 
//int p_cubico(int q[],int tama_q,double (*TT)[pasos_max],int 
*Pasos_interpolados,char *direc_motor) 
void p_cubico(int q_Pasos_efectivos[],int tama_q,Trayectoria 
*Movimiento_robot,char e) 
{ 
 int i,j,ta = 0,co = 0; 
 double ti,tf,a,b,c,d,TT[6][pasos_max]; 
 int t[tama_q],d_m[tama_q]; 
 
 //Se construye <<t>>, el cual representa la evolución del movimiento 
dentro del espacio-máquina 
 //de tal modo que podemos decir que 1s = 1paso, y con fines didácticos 
le llamaremos 1spaso. 
 t[0] = 0; 
 for(i=1;i<tama_q;i++) 
 { 
  t[i] = ta + abs(q_Pasos_efectivos[i] - q_Pasos_efectivos[i-1]); 
  ta = t[i]; 
 } 
 //printf("t1:%d,t2:%d,t3:%d,t4:%d,t5:%d",t[0],t[1],t[2],t[3],t[4]); 
 //Se hallan los coeficientes: a,b,c,d del splín cúbico que se 
guardarán en TT 
 int error_i_cubico = i_cubico(q_Pasos_efectivos,tama_q,t,TT); 
 if(error_i_cubico<0){ 
  (Movimiento_robot->Articulaciones+e)->Eje = '\n';//Error en la 
función i_cubico. ((((((((((DEBO ESTAR ALERTA PARA ENCONTRAR UN NUEVO 
ERROR)))))))))) 
  return;} 
 
 //Llenando el vector provisional de las direcciones: motor giro 
horario o antihorario. Cada movimiento 
 //en pasos debe estar relacionado con una dirección. 
 //d_m[0] = 0; 
 /*for(i=1;i<tama_q;i++) 
 { 
  int di = q_Pasos_efectivos[i] - q_Pasos_efectivos[i-1]; 
  if(di >= 0) //incluimos a las coordenadas <<quietas o 
congeladas>> dentro de los giros horarios 
   d_m[i-1] = 0; //número positivo. Giro Horario. 
  else 
   d_m[i-1] = 1; //número negativo. Giro Antihorario. 
 }*/ 
 
 if(e == 0){ 
  for(i=1;i<Movimiento_robot-
>Coordenadas_efectivas.Elementos_x_eje_coor_X_efec;i++){ 





   if(di >= 0) //incluimos a las coordenadas <<quietas o 
congeladas>> dentro de los giros horarios 
    d_m[i-1] = 0; //número positivo. Giro Horario. 
   else 
    d_m[i-1] = 1; //número negativo. Giro Antihorario. 
  } 
 } 
 else if(e == 1){ 
  for(i=1;i<Movimiento_robot-
>Coordenadas_efectivas.Elementos_x_eje_coor_Y_efec;i++){ 
   int di = Movimiento_robot-
>Coordenadas_efectivas.Y_efectivo[i] - Movimiento_robot-
>Coordenadas_efectivas.Y_efectivo[i-1]; 
   if(di >= 0) //incluimos a las coordenadas <<quietas o 
congeladas>> dentro de los giros horarios 
    d_m[i-1] = 0; //número positivo. Giro Horario. 
   else 
    d_m[i-1] = 1; //número negativo. Giro Antihorario. 
  } 
 } 
 else if(e == 2){ 
  for(i=1;i<Movimiento_robot-
>Coordenadas_efectivas.Elementos_x_eje_coor_Z_efec;i++){ 
   int di = Movimiento_robot-
>Coordenadas_efectivas.Z_efectivo[i] - Movimiento_robot-
>Coordenadas_efectivas.Z_efectivo[i-1]; 
   if(di >= 0) //incluimos a las coordenadas <<quietas o 
congeladas>> dentro de los giros horarios 
    d_m[i-1] = 0; //número positivo. Giro Horario. 
   else 
    d_m[i-1] = 1; //número negativo. Giro Antihorario. 






  ti = TT[0][i]; 
  tf = TT[1][i]; 
  a  = TT[2][i]; 
  b  = TT[3][i]; 
  c  = TT[4][i]; 
  d  = TT[5][i]; 
  //Sucede que cada intervalo i si termina con la posición final 
propia del intervalo, se tendría un elemento 
  //más de lo normal. P. ej.: [0 52 104]. Si es que no cuidamos el 
paso final, se repitirían los números del 
  //fin de un intervalo con el inicio del subyacente. Es decir, en 
Pasos_interpolados se tendría 51,52,52,53,54... 
  //Es por ello, que el  spaso final(tf) tiene que restársele 1, 
para evitar dicho inconveniente. De este modo, 
  //el primer intervalo culminaría en 51 y no en 52; sin embargo, 
el último intervalo sí debe considerar a <<tf>> 
  //tal cual es, para que la trayectoria no termine en 103 sino en 
104. 
  if(tf > 0 && tf > ti) 
  { 
   if(i != tama_q-2) 
    tf--; 
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   for(j=ti;j<=tf;j++) 
   { 
    (Movimiento_robot->Articulaciones+e)-
>q_interpolado[co] = (int)round(a+b*(j-ti)+c*(j-ti)*(j-ti)+d*(j-ti)*(j-
ti)*(j-ti)); 
    //if(e == 2) 
     //printf("qinterpoladoY: %d, j: %d, co: %d, 
ti: %.2f, tf: %.2f, a: %.2f, b: %.2f, c: %.2f, d: %.2f\n",(Movimiento_robot-
>Articulaciones+e)->q_interpolado[co],j,co,ti,tf,a,b,c,d); 
    (Movimiento_robot->Articulaciones+e)->dir[co] = 
d_m[i]; //le va a sobrar un valor, el 105, si es que son 104 spasos; no hay 
problema 
    co++; 
   } 
  } 
 } 
 (Movimiento_robot->Articulaciones+e)->num_tot_q_intr = co; 
 return;//No errores 
} 
 
//int Eje_mayor(int (*vec_coor)[num_grupo_pasos_max],int j,char eje) 
int Eje_mayor(Trayectoria *Movimiento_robot,int j,char eje, char unidad) 
{ 
 int q1,q2,q3; 
 if(unidad == 'p') //píxeles 
 { 
  q1 = abs(Cinematica_inversa(Movimiento_robot-
>Coordenadas.X[j+1],eje,unidad) - Cinematica_inversa(Movimiento_robot-
>Coordenadas.X[j],eje,unidad)) * pasos_x_pixel; 
  q2 = abs(Cinematica_inversa(Movimiento_robot-
>Coordenadas.Y[j+1],eje,unidad) - Cinematica_inversa(Movimiento_robot-
>Coordenadas.Y[j],eje,unidad)) * pasos_x_pixel; 
  q3 = abs(Cinematica_inversa(Movimiento_robot-
>Coordenadas.Z[j+1],eje,unidad) - Cinematica_inversa(Movimiento_robot-
>Coordenadas.Z[j],eje,unidad)) * pasos_x_pixel; 
 } 
 else //'m' milímetros 
 { 
  q1 = abs(Cinematica_inversa(Movimiento_robot-
>Coordenadas.X[j+1],eje,unidad) - Cinematica_inversa(Movimiento_robot-
>Coordenadas.X[j],eje,unidad)) * pasos_x_mm; 
  q2 = abs(Cinematica_inversa(Movimiento_robot-
>Coordenadas.Y[j+1],eje,unidad) - Cinematica_inversa(Movimiento_robot-
>Coordenadas.Y[j],eje,unidad)) * pasos_x_mm; 
  q3 = abs(Cinematica_inversa(Movimiento_robot-
>Coordenadas.Z[j+1],eje,unidad) - Cinematica_inversa(Movimiento_robot-
>Coordenadas.Z[j],eje,unidad)) * pasos_x_mm; 
 } 
 
 if(q1>=q2 && q1>=q3) 
  return q1; 
 else if(q2>=q1 && q2>=q3) 
  return q2; 
 else 
  return q3; 
} 
 





  return 1; 
 else if(num == 0) 
  return 0; 
 else 
  return -1; 
} 
 
void Imprmr_arti_cnsla(Articulacion *ptr_arti) 
{ 
 printf("-----CREANDO ARTICULACIONES-----\n"); 
 printf("--------------------------------\n"); 
 int i; 
 for(i=0;i<3;i++){ 
  printf("--- EJE    : %s\n",&(ptr_arti+i)->Eje); 
  printf("--- W_max  : %d\n",(ptr_arti+i)->W_max); 
  printf("--- Alfa   : %.4f\n",(ptr_arti+i)->Alfa); 
  printf("--- Pos_max: %d\n",(ptr_arti+i)->Pos_max); 
  printf("--- Pos_min: %d\n",(ptr_arti+i)->Pos_min); 
  printf("--- Pos_ini: %d\n",(ptr_arti+i)->Pos_ini); 
  printf("--------------------------------\n");} 






 //falta llevarlo a cero desde la posoción final de su trabajo 
 //int X_pos_actual = (Articulaciones)->Pos_actual; 
 //int Y_pos_actual = (Articulaciones+1)->Pos_actual; 
 //int Z_pos_actual = (Articulaciones+2)->Pos_actual; 
 
 //Se envían pulsos a un período constante hasta que se active el 
switch izquierdo 
 //se asegura de que sea un giro antihorario del motor 
 char sws_activados = 0; 
 int i; 
 while(sws_activados != 2) 
  sws_activados = Enviar_pulsos(90000 + msb, 90000 + msb, 90000); 
 //Luego se asegura que se desactive el switch 
 while(sws_activados == 2) 
  sws_activados = Enviar_pulsos(90000,90000,90000 + msb); 
 //Tres pasos más 
 for(i=0;i<2600;i++){ 
  if(i<800) sws_activados = Enviar_pulsos(90000,90000,90000 + 
msb); 
  else sws_activados = Enviar_pulsos(90000,90000,0); 
 } 
 
 //Posiciones de las articulaciones a posición inicial 
 for(i=0;i<3;i++) 
  (Articulaciones+i)->Pos_actual = (Articulaciones+i)->Pos_ini; 
} 
 
void Construccion_articulaciones(Articulacion *ptr_arti) 
{ 
 int i; 
 for(i=0;i<3;i++){ 
  if(i == 0){ 
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   (ptr_arti + i) -> Eje = 'X'; 
   (ptr_arti + i) -> W_max = w_max_x;//rad/s 
   (ptr_arti + i) -> dw_i = dw_i_x; 
   (ptr_arti + i) -> Alfa = alfa_x;//rad 
   (ptr_arti + i) -> Pos_max = 16300;//Pasos 
   (ptr_arti + i) -> Pos_min = 0; 
   (ptr_arti + i) -> Pos_ini = 0; 
   (ptr_arti + i) -> Pos_actual = 0;} 
  else if(i == 1){ 
   (ptr_arti + i) -> Eje = 'Y'; 
   (ptr_arti + i) -> W_max = w_max_y;//rad/s 
   (ptr_arti + i) -> dw_i = dw_i_y; 
   (ptr_arti + i) -> Alfa = alfa_y;//rad 
   (ptr_arti + i) -> Pos_max = 16300;//Pasos 
   (ptr_arti + i) -> Pos_min = 0; 
   (ptr_arti + i) -> Pos_ini = 0; 
   (ptr_arti + i) -> Pos_actual = 0;} 
  else if(i == 2){ 
   (ptr_arti + i) -> Eje = 'Z'; 
   (ptr_arti + i) -> W_max = w_max_z;//rad/s 
   (ptr_arti + i) -> dw_i = dw_i_z; 
   (ptr_arti + i) -> Alfa = alfa_z;//rad 
   (ptr_arti + i) -> Pos_max = 16300;//Pasos 
   (ptr_arti + i) -> Pos_min = 0; 
   (ptr_arti + i) -> Pos_ini = 0; 
   (ptr_arti + i) -> Pos_actual = 0;}} //3108 
} 
 
void Ordenar_coordenadas_efectivas(Coor *Coordenadas_XYZ,Coor_efec 
*Coordenadas_efec) 
{ 
 int C[3][3]; //Valores coordenados. C[0][0] = x actual; C[1][0] = y 
actual; ... 
     //Q[0][2] = x final; Q[1][2] = y final; ... 
 int i,j; 
 char mov_nulo_x = 0,mov_nulo_y = 0,mov_nulo_z = 0; 
 for(i=0;i<3;i++){ 
  //if(i<2) 
   //C[i][0] = Cinematica_directa((int)((Articulaciones + 
i)->Pos_actual/pasos_x_mm_2w1_2p),i,'m'); 
  //else 
   C[i][0] = Cinematica_directa((int)((Articulaciones + i)-
>Pos_actual/pasos_x_mm),i,'m'); 
 } 
 C[0][2] = Coordenadas_XYZ->X[0]; 
 C[1][2] = Coordenadas_XYZ->Y[0]; 
 C[2][2] = Coordenadas_XYZ->Z[0]; 
 
 if((C[0][2] - C[0][0]) == 0) mov_nulo_x = 1; 
 if((C[1][2] - C[1][0]) == 0) mov_nulo_y = 1; 
 if((C[2][2] - C[2][0]) == 0) mov_nulo_z = 1; 
 
 //Conocemos la diferencia para luego saber los pasos del movimiento 
 for(i=0;i<3;i++) 
  C[i][1] = C[i][0] + (int)((C[i][2] - C[i][0])/2); 
 
 //Se actualizan estos valores, ya que luego serán necesarios para la 
genereación de los períodos 





  for(j=0;j<3;j++){ 
   if(i == 0){ 
    if(mov_nulo_x == 0){ 
     Coordenadas_efec->Elementos_x_eje_coor_X_efec 
= 3; 
     Coordenadas_efec->X_efectivo[j] = C[i][j]; 
     //también los respetivos elementos del vector 
actualizados 
     Coordenadas_XYZ->X[j] = C[i][j];} 
    else 
     Coordenadas_efec->Elementos_x_eje_coor_X_efec 
= 0;} 
   if(i == 1){ 
    if(mov_nulo_y == 0){ 
     Coordenadas_efec->Elementos_x_eje_coor_Y_efec 
= 3; 
     Coordenadas_efec->Y_efectivo[j] = C[i][j]; 
     Coordenadas_XYZ->Y[j] = C[i][j];} 
    else 
     Coordenadas_efec->Elementos_x_eje_coor_Y_efec 
= 0;} 
   if(i == 2){ 
    if(mov_nulo_z == 0){ 
     Coordenadas_efec->Elementos_x_eje_coor_Z_efec 
= 3; 
     Coordenadas_efec->Z_efectivo[j] = C[i][j]; 
     Coordenadas_XYZ->Z[j] = C[i][j];} 
    else 








  (Movimiento_robot->Articulaciones+0)->Pos_actual = 
(Movimiento_robot->Articulaciones+0)->q_interpolado[(Movimiento_robot-
>Articulaciones+0)->num_tot_q_intr - 1]; 
 if(Movimiento_robot->Coordenadas_efectivas.Elementos_x_eje_coor_Y_efec 
> 0) 
  (Movimiento_robot->Articulaciones+1)->Pos_actual = 
(Movimiento_robot->Articulaciones+1)->q_interpolado[(Movimiento_robot-
>Articulaciones+1)->num_tot_q_intr - 1]; 
 if(Movimiento_robot->Coordenadas_efectivas.Elementos_x_eje_coor_Z_efec 
> 0) 
  (Movimiento_robot->Articulaciones+2)->Pos_actual = 
(Movimiento_robot->Articulaciones+2)->q_interpolado[(Movimiento_robot-





 int i; 
 for(i=0;i<3;i++){ 
  Trama_valores_q.q_XYZ[i] = (Articulaciones+i)->Pos_actual; 






int Configurar_za_he(char RxTrama[]) 
{ 
 int cval = 0,val = 0,num,idx = 2; 
 int val_param[2]; 
 
 while(cval < 2) 
 { 
  while(RxTrama[idx] != ';') 
  { 
   if(RxTrama[idx]>=48 && RxTrama[idx]<=57){ 
    num = RxTrama[idx] - '0'; 
    val = val*10 + num;} 
   else 
    return -1; //ERROR 7: Valores no numéricos para za 
o he 
   idx++; 
  } 
  val_param[cval] = val; 
  val = 0; 
  idx++; 
  cval++; 
 } 
 //Reconfigurando valores de za y he 
 za_conf = val_param[0]; 
 he_conf = val_param[1]; 
 printf("Variables estructurales reconfiguradas"); 
 return 0; 
} 
 
int Robot(char RxTrama[]) 
{ 
 int error_tama_trama; 
 int error_deco_trama_t; 
 int error_interpolador; 
 char res; 
 
 //int n,m; 




  case 'T': 
   switch(RxTrama[1]) 
   { 
    case 'f': 
     //Ahora han de realizarse la ejecución de los 
pulsos no utilizando diferentes hilos c/uno relacionados 
     //a un motor del robot, sino que se abordarán 
estos de manera secuencial. Por lo tanto, esta entrada <<f>> 
     //va a comunicarse solo con un avalon 
brigde... 
 
     //Hallando el tamaño total de la trama en 
Tama_str_tot_X, completando la trama en RxTramaCompleta 
     //y devolviendo un error específico en caso 
de mala recepción o creación de la trama en el GUI 
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     //error_tama_trama = 
Tama_trama(RxTrama,RxTramaCompleta_X,Tama_str_tot_X,&s_x); 
 
     //El robot pasa a un estado de ocupado 
     Estado_Robot.ejecucion_tarea = 1; 
 
     error_tama_trama = 
Tama_trama(RxTrama,&Trama_mov_robot); 
     if(error_tama_trama < 0) 
      return 4; //Error 4: error en la 
recepción de la trama larga 
     else if(error_tama_trama > 0){ 
      //Decodificando la trama. Se haya el 
vector vec_coor el cual almacena las coordenadas decodificadas 
      //que determinan el movimiento de la 
herramienta del robot. 
      //error_deco_trama_t = 
Deco_Trama_T(RxTramaCompleta_X,Tama_str_tot_X,vec_coor_X,cont_vec_coor_X); 
      Coor Coordenadas_XYZ = 
{.Elementos_x_eje_coor = 0}; 
      error_deco_trama_t = 
Deco_Trama_T(Trama_mov_robot,&Coordenadas_XYZ); 
      if(error_deco_trama_t != 0) 
       return error_deco_trama_t; 
      //se muestra en la consola los valores 
de x,y,z 
      printf("Coordenadas decodificadas\n"); 
      printf("-------------------------\n"); 
      printf("Arreglo de coordenadas 
[X;Y;Z]:\n"); 
     
 for(i=0;i<Coordenadas_XYZ.Elementos_x_eje_coor;i++) 
      
 printf("%d,%d,%d;\n",Coordenadas_XYZ.X[i],Coordenadas_XYZ.Y[i],Coorden
adas_XYZ.Z[i]); 
      printf("-------------------------\n"); 
      //Se requiere ahora encontrar un 
vector de ejes coordenados, es decir, uno de 1xn, que no contenga 
      //coordenadas congeladas, sino el 
vector tiempo tendrá tiempos repetidos cosa que el algoritmo del interpolador 
      //no está desarrollado para 
procesarlos. A este vector le denominaremos: vector efectivo 
      Coor_efec Coordenadas_XYZ_efec; 
      A_vector_efectivo(Coordenadas_XYZ, 
&Coordenadas_XYZ_efec); 
 
     
 /*for(i=0;i<Coordenadas_XYZ_efec.Elementos_x_eje_coor_X_efec;i++) 
       printf("Coordenadas_efec_X: 
%d\n",Coordenadas_XYZ_efec.X_efectivo[i]); 
     
 for(i=0;i<Coordenadas_XYZ_efec.Elementos_x_eje_coor_Y_efec;i++) 
       printf("Coordenadas_efec_Y: 
%d\n",Coordenadas_XYZ_efec.Y_efectivo[i]); 
     
 for(i=0;i<Coordenadas_XYZ_efec.Elementos_x_eje_coor_Z_efec;i++) 





      //Las coordenadas decodificadas son 
sometidas a una función que determina la distancia de traslación, 
      //primero, encontrando el valor de la 
articulación utilizando la cinemática inversa en función de 
      //la coordenada X de inicio. El valor 
final de la articulación en función de la posición final en X. 
      //Es así que se encuentra cuánto es 
que se moverá la articulación, a lo que llamaremos Pasos, valor 
      //escalado para que represente el 
número de pasos (o pulsos) para la cantidad de milímetros de traslación 
      //de la variable articular requerida. 
      //Ya con la cantidad de pulsos 
necesarios, se los genera utilizando las ecuaciones de D.A. y el FPGA 
      Trayectoria Movimiento_robot = 
{.Coordenadas = Coordenadas_XYZ, 
           
   .Coordenadas_efectivas = Coordenadas_XYZ_efec, 
           
   .Articulaciones = Articulaciones}; 
      /*Movimiento_robot.Coordenadas = 
Coordenadas_XYZ; 
      Movimiento_robot.Coordenadas_efectivas 
= Coordenadas_XYZ_efec; 
      Movimiento_robot.Articulaciones = 
Articulaciones;*/ 
      error_interpolador = 
Generar_pulsos(&Movimiento_robot,'p'); 
 
      if(error_interpolador>0) 
       return error_interpolador; 
 
      //Se actualiza el valor de la posición 
actual de la articulación en <<Articulaciones>> 
     
 Actualizar_pos_actual(&Movimiento_robot); 
 
      //El robot pasa a un estado de 
desocupado 
      Estado_Robot.ejecucion_tarea = 0; 
 
      return 7; 
     } //Trabajo exitoso 
     break; 
 
    case 'p': 
 
     //El robot pasa a un estado de ocupado 
     Estado_Robot.ejecucion_tarea = 1; 
 
     error_tama_trama = 
Tama_trama(RxTrama,&Trama_mov_robot); 
 
     if(error_tama_trama < 0) 
      return 4; //Error 4: error en la 
recepción de la trama larga 
     else if(error_tama_trama > 0){ 
      Coor Coordenadas_XYZ = 
{.Elementos_x_eje_coor = 0}; 
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      error_deco_trama_t = 
Deco_Trama_T(Trama_mov_robot,&Coordenadas_XYZ); 
      if(error_deco_trama_t != 0) 
       return error_deco_trama_t; 
      printf("Elementos por vector de 
coordenadas: %d\n",Coordenadas_XYZ.Elementos_x_eje_coor); 
 
      //REvisar los elementos por eje 
coordenado ya que eso está impidiendo que se puedan ejecutar los movimientos 
 
     
 for(i=0;i<Coordenadas_XYZ.Elementos_x_eje_coor;i++){ 
       printf("X[%d]: 
%d\n",i,Coordenadas_XYZ.X[i]); 
       printf("Y[%d]: 
%d\n",i,Coordenadas_XYZ.Y[i]); 
       printf("Z[%d]: 
%d\n",i,Coordenadas_XYZ.Z[i]); 
      } 
 
      Coor_efec Coordenadas_XYZ_efec; 
     
 Ordenar_coordenadas_efectivas(&Coordenadas_XYZ,&Coordenadas_XYZ_efec); 
 
      Trayectoria Movimiento_robot = 
{.Coordenadas = Coordenadas_XYZ, 
           
   .Coordenadas_efectivas = Coordenadas_XYZ_efec, 
           
   .Articulaciones = Articulaciones}; 
      for(i=0;i<3;i++) 
       printf("x_efec[%d]: 
%d\n",i,Coordenadas_XYZ_efec.X_efectivo[i]); 
      for(i=0;i<3;i++) 
       printf("y_efec[%d]: 
%d\n",i,Coordenadas_XYZ_efec.Y_efectivo[i]); 
      for(i=0;i<3;i++) 
       printf("z_efec[%d]: 
%d\n",i,Coordenadas_XYZ_efec.Z_efectivo[i]); 
 
      error_interpolador = 
Generar_pulsos(&Movimiento_robot,'m'); 
 
      if(error_interpolador>0) 
       return error_interpolador; 
 
      //Se actualiza el valor de la posición 
actual de la articulación en <<Articulaciones>> 
     
 Actualizar_pos_actual(&Movimiento_robot); 
 
      //El robot pasa a un estado de 
desocupado 
      Estado_Robot.ejecucion_tarea = 0; 
 
      return 7; 
     } 
 




    case 'c': //Movimiento por paso a un contador de 
90000 
     res = Enviar_pulsos(90000,90000,90000 + msb); 
     return 12;//Mensaje PULSOS_GENERADOS 
     break; 
 
    default: 
     return 6; //Error 6: error de detección de 
relación eje o coordenada 
     break; 
   } 
   break; 
 
  case 'C': 
   switch(RxTrama[1]){ 
    case 'e': //Variables estructurales 
     res = Configurar_za_he(RxTrama); 
     if(res < 0) 
      return 10;//Error 7:Valores no 
numericos para za o he" 
     else 
      return 9;//Mensaje: Valores 
configurados exitosamente 
     break; 
   } 
   break; 
  case 'S': 
   //Se implementará un código para devolver los periodos 
generados para X y Y 
   //De tal modo que pueda asegurarme de que se generaron 
correctamente utilizando los dos nucleos del cyclone V 
   //Cuando solicite estos vectores, ya estarán con sus 
periodos generados 
   //Por lo tanto debo usar las dos variables vec_coor_X y 
vec_coor_Y 
   //para, primero: incluirlas en un solo vector del tipo 
char 
   //Segundo: en el hilo creado, voy a transformar el tipo 
de dato de entero a char y lo mando 
   /*for(n=0;n<200;n++) 
   { 
    n_XY[n] = cn_X[n]; 
   } 
   for(m=0;m<200;m++) 
   { 
    n_XY[n] = cn_Y[m]; 
    n++; 
   } 
   return 0;*/ 
 
   switch(RxTrama[1]){ 
    case 'i': //Orden para posicionar en el origen a 
cada uno de los valores articulares 
     //El robot pasa a un estado de ocupado 
     Estado_Robot.ejecucion_tarea = 1; 
     //Se vuelve al orgien y se verifica 
     Verificacion_posi_ini(); 
     //El robot pasa a un estado de desocupado 
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     Estado_Robot.ejecucion_tarea = 0; 
     return 7; 
     break; 
    case 'q': //Orden para enviar valores actuales de 
las articulaciones 
     Alistar_q_actuales(); 
     return 8; 
     break; 
    case 'e': //Solicitud de estado: puede estar el 
robot: 1, trabajando; 0, desocupado 
     //printf("Solicitud de estado: 
%d\n",Estado_Robot.ejecucion_tarea); 
     return 11;//Se envia el valor del estado del 
robot 
     break; 
   } 
 
   break; 
 
  default: 
   return 5; //Error 5: error en detectar el tipo de trama 
entrante 
   break; 
 } 
























9.5. Programación de la interfaz gráfica de usuario 
 
Clase: RoboUPAO 
Imports System.Net ' for IPAddress 
Imports System.Net.Sockets 'for TcpListener 
 
Public Class RoboUPAO 
    'Direcciones de Carpetas (Ojo, debe variarse esta constante según donde se 
hayan guardado los archivos) 
    Public Const CarpetaC As String = 
"D:\PlanProyectoRobotCartesiano\Simulaciones\Simulación Completa 
Cartesiano\CinemáticaNueva\MotorPAP\Speed Controller Simulation\Con motor pap" 
'Carpeta Cinemática 
 
    'Declaración de Constantes Estructurales 
    Public Const za As Integer = 111 'mm 
    Public Const he As Integer = 92  'mm 
 
    'Declaración de Constantes de valores iniciales de las variables articulares 
    Public Const Viq1 As Integer = 0 
    Public Const Viq2 As Integer = 0 
    Public Const Viq3 As Integer = 0 
 
    'Declaración de Constantes de valores iniciales de posición del extremo de 
RoboUPAO 
    Public Const ViX As Integer = 0 
    Public Const ViY As Integer = 0 
    Public Const ViZ As Integer = 19 'mm 
 
    'Declaración de Constantes de Nombres de elementos de Simulink 
    Public Const Cq1 As String = "q1" 
    Public Const Cq2 As String = "q2" 
    Public Const Cq3 As String = "q3" 
 
    'Declaración de Variables Articulares e inicialización de las mismas 
    Public q1 As Double = Viq1 
    Public q2 As Double = Viq2 
    Public q3 As Double = Viq3 
 
    'Declaración de variables de modo de ejecución de GUI 
    'Public Modo_Virtual_3D As Boolean = True 
    'Public Modo_Real As Boolean = False 
 
    Private Sub RoboUPAO_Load(ByVal sender As System.Object, ByVal e As 
System.EventArgs) Handles MyBase.Load 
        'Configuramos las gráficas 
        'Procedimientos.Ini_Graf() 
        'Abrimos Simulink 
        'Procedimientos.Abrir_Simulink() 
 
        'Inicializamos valores iniciales de elementos de Simulink 
        'Procedimientos.Valores_Iniciales_Simulink() 
 
        'Inicializamos los valores de todas las cajas de texto 
        Procedimientos.Valores_Iniciales_Elementos_GUI() 
    End Sub 
 




        TxtE.Text = "Posicionando" 
        'Se envian las coordenadas al robot 
        Procedimientos.Enviar_coor_xyz(TxtIS.Text, Convert.ToInt32(TxtPu.Text), 
"1-" & TxtX.Text & ";", "1-" & TxtY.Text & ";", "1-" & TxtZ.Text & ";") 
        'Se espera hasta que culmine sus movimientos el robot 
        Procedimientos.Espera_estado_desocupado_robot(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text)) 
        'Para actualizar los valores de q, se los solita al robot 
        Procedimientos.Pedir_valores_q(TxtIS.Text, Convert.ToInt32(TxtPu.Text)) 
        TxtE.Text = "Posicionamiento realizado" 
    End Sub 
 
    Private Sub BtnEx_Click(sender As System.Object, e As System.EventArgs) 
Handles BtnEx.Click 
        With OFD 
            .Reset() 
            .InitialDirectory = "C:\" 
            If .ShowDialog() = System.Windows.Forms.DialogResult.OK Then 
                TxtPa.Text = .FileName 
                PB1.ImageLocation = .FileName 
                'Utilizamos la imagen con el procedimiento adecuado para el 
movimiento del robot 
                MathCalc.Obtener_trayect_dsd_imag(.FileName) 
            End If 
            .Dispose() 
        End With 
    End Sub 
 
    Private Sub BtnCon_Click(sender As Object, e As EventArgs) Handles 
BtnCon.Click 
        Procedimientos.Connect(TxtIS.Text, Convert.ToInt32(TxtPu.Text)) 'sería 
bueno usar una excepción 
    End Sub 
 
    Private Sub BtnDes_Click(sender As Object, e As EventArgs) Handles 
BtnDes.Click 
        Procedimientos.Disconnect() 
    End Sub 
 
    Private Sub BtnIn_Click(sender As Object, e As EventArgs) Handles BtnIn.Click 
        'Mandamos todas las tramas requeridas para el movimiento del eje X,Y,Z 
        TxtE.Text = "Comenzando el trabajo" 
        'Se llama a la función de Matlab que moverá al robot virtual 
        'MathCalc.Mover_robot_virtual() 
        'Se llama a la función que enviará las coordenas en unidades de posición 
(up) que están en píxeles al robot 
        Procedimientos.Enviar_imag(TxtIS.Text, Convert.ToInt32(TxtPu.Text), 
TxtEX.Text, TxtEY.Text, TxtEZ.Text) 
        'Se espera hasta que culmine sus movimientos el robot 
        Procedimientos.Espera_estado_desocupado_robot(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text)) 
        'Para actualizar los valores de q, se los solita al robot 
        Procedimientos.Pedir_valores_q(TxtIS.Text, Convert.ToInt32(TxtPu.Text)) 
        'Actualizar los valores de X,Y,Z 
        Procedimientos.Actulizar_XYZ() 
        TxtE.Text = "Trabajo culminado exitosamente" 
    End Sub 
 
    Private Sub BtnPI_Click(sender As Object, e As EventArgs) Handles BtnPI.Click 
        TxtE.Text = "Reseteando variables articulares" 
        Procedimientos.Posicionar_inicio(TxtIS.Text, Convert.ToInt32(TxtPu.Text)) 
        'Se espera hasta que culmine sus movimientos el robot 
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        Procedimientos.Espera_estado_desocupado_robot(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text)) 
        'Para actualizar los valores de q, se los solita al robot 
        Procedimientos.Pedir_valores_q(TxtIS.Text, Convert.ToInt32(TxtPu.Text)) 
        'Actualizar los valores de X,Y,Z 
        Procedimientos.Actulizar_XYZ() 
        TxtE.Text = "Reseteo de variables articulares exitoso" 
    End Sub 
 
    Private Sub BtnVq_Click(sender As Object, e As EventArgs) Handles BtnVq.Click 
        Procedimientos.Pedir_valores_q(TxtIS.Text, Convert.ToInt32(TxtPu.Text)) 
        Procedimientos.Actulizar_XYZ() 
    End Sub 
 
    Private Sub BtnAVE_Click(sender As Object, e As EventArgs) Handles 
BtnAVE.Click 
        Procedimientos.Actualizar_val_est(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text)) 
    End Sub 
 
    Private Sub BtnPa_Click(sender As Object, e As EventArgs) Handles BtnPa.Click 
        Procedimientos.Enviar_pulso_motores(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text)) 
    End Sub 
 
    Private Sub BtnIP_Click(sender As Object, e As EventArgs) Handles BtnIP.Click 
 
        Dim sec_alistar() As String = {"1-0;", "1-0;", "1-0;"} 
        Dim sec_mover() As String = {"1-0;", "1-" & TxtLL.Text & ";", "1-0;"} 
        Dim i As Integer 
 
        Dim sec_alistar_ejex() As String = {"1-0;", "1-0;", "1-19;"} 
        Dim sec_bajar_herr() As String = {"1-0;", "1-0;", "1-0;"} 
        Dim sec_mover_ejey() As String = {"1-0;", "1-" & TxtLL.Text & ";", "1-
0;"} 
        Dim sec_subir_herr() As String = {"1-0;", "1-0;", "1-19;"} 
 
        For i = 0 To CDbl(TxtNL.Text) - 1 
            sec_alistar_ejex(0) = "1" & "-" & (i * 2).ToString & ";" 
            sec_bajar_herr(0) = "1" & "-" & (i * 2).ToString & ";" 
            sec_mover_ejey(0) = "1" & "-" & (i * 2).ToString & ";" 
            sec_subir_herr(0) = "1" & "-" & (i * 2).ToString & ";" 
            sec_subir_herr(1) = "1" & "-" & TxtLL.Text & ";" 
 
            'SE BUSCA LA POSICIÓN DE CONTROL REINICIANDO LOS VALORES ARTICULARES 
            Procedimientos.Posicionar_inicio(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text)) 
            'Se espera hasta que culmine sus movimientos el robot 
            Procedimientos.Espera_estado_desocupado_robot(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text)) 
            'Para actualizar los valores de q, se los solita al robot 
            Procedimientos.Pedir_valores_q(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text)) 
            'Actualizar los valores de X,Y,Z 
            Procedimientos.Actulizar_XYZ() 
 
            'SE REALIZA LA SECUENCIA DE TRABAJO 
            'SECUENCIA ALISTAR EJE X 
            'Se envian las coordenadas al robot 
            Procedimientos.Enviar_coor_xyz(TxtIS.Text, 




            'Se espera hasta que culmine sus movimientos el robot 
            Procedimientos.Espera_estado_desocupado_robot(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text)) 
            'Para actualizar los valores de q, se los solicita al robot 
            Procedimientos.Pedir_valores_q(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text)) 
            'SECUENCIA BAJAR HERRAMIENTA 
            'Se envian las coordenadas al robot 
            Procedimientos.Enviar_coor_xyz(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text), sec_bajar_herr(0), sec_bajar_herr(1), 
sec_bajar_herr(2)) 
            'Se espera hasta que culmine sus movimientos el robot 
            Procedimientos.Espera_estado_desocupado_robot(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text)) 
            'Para actualizar los valores de q, se los solicita al robot 
            Procedimientos.Pedir_valores_q(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text)) 
            'SECUENCIA MOVER EJE Y 
            'Se envian las coordenadas al robot 
            Procedimientos.Enviar_coor_xyz(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text), sec_mover_ejey(0), sec_mover_ejey(1), 
sec_mover_ejey(2)) 
            'Se espera hasta que culmine sus movimientos el robot 
            Procedimientos.Espera_estado_desocupado_robot(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text)) 
            'Para actualizar los valores de q, se los solicita al robot 
            Procedimientos.Pedir_valores_q(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text)) 
            'SECUENCIA SUBIR HERRAMIENTA 
            'Se envian las coordenadas al robot 
            Procedimientos.Enviar_coor_xyz(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text), sec_subir_herr(0), sec_subir_herr(1), 
sec_subir_herr(2)) 
            'Se espera hasta que culmine sus movimientos el robot 
            Procedimientos.Espera_estado_desocupado_robot(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text)) 
            'Para actualizar los valores de q, se los solicita al robot 
            Procedimientos.Pedir_valores_q(TxtIS.Text, 
Convert.ToInt32(TxtPu.Text)) 
        Next 

















Imports System.Net ' for IPAddress 




Public Class Procedimientos 
 
    Public Shared MatLab As MLApp.MLApp 
    Public Shared Result As String 
 
    Public Shared client As New TcpClient 
    Public Shared stream As NetworkStream 
 
    Public Shared client2 As New TcpClient 
    Public Shared stream2 As NetworkStream 
 
    Public Shared Sub Valores_Iniciales_Elementos_GUI() 
        'Con la presente subrutina se inicializan los valores de los elementos 
del GUI. 
 
        'Se inicializan los valores de las cajas de texto de los valores 
articulares 
        RoboUPAO.Txtq1.Text = RoboUPAO.Viq1 
        RoboUPAO.Txtq2.Text = RoboUPAO.Viq2 
        RoboUPAO.Txtq3.Text = RoboUPAO.Viq3 
 
        'Se inicializan los valores de las cajas de texto de los valores 
estructurales de RoboUPAO 
        RoboUPAO.Txtza.Text = RoboUPAO.za 
        RoboUPAO.Txthe.Text = RoboUPAO.he 
 
        'Se inicializan los valores de las cajas de texto de posición del extremo 
de RoboUPAO 
        RoboUPAO.TxtX.Text = RoboUPAO.ViX 
        RoboUPAO.TxtY.Text = RoboUPAO.ViY 
        RoboUPAO.TxtZ.Text = RoboUPAO.ViZ 
 
        'Se inicializa la caja chequeadora 
        RoboUPAO.RBq1.Checked = True 
        RoboUPAO.RBq2.Checked = False 
        RoboUPAO.RBq3.Checked = False 
 
    End Sub 
 
    Public Shared Sub Abrir_Simulink() 
        MatLab = New MLApp.MLApp 
        Result = MatLab.Execute("cd('" & RoboUPAO.CarpetaC & "')") 'Buscamos la 
carpeta donde se encuentran las funciones de Matlab 
        Result = MatLab.Execute("open('" & RoboUPAO.CarpetaC & 
"\RoboUPAO_Kinematics.mdl')") 
        'Result = MatLab.Execute("set_param(gcs,'SimulationCommand','Start');") 
    End Sub 
 
    Public Shared Sub Valores_Iniciales_Simulink() 
        'Inicializando Valores de las variables articulares y de las constantes 
de tamaño de ambos sibsistmas 
        'Dim Result As String 
        'Dim MatLab As MLApp.MLApp 'Declaración de Clase 




        'Se inicializan los valores del subsistema 2 
        Result = MatLab.Execute("set_param('RoboUPAO_Kinematics/q1','Value','" & 
RoboUPAO.Viq1 & "')") 
        Result = MatLab.Execute("set_param('RoboUPAO_Kinematics/q2','Value','" & 
RoboUPAO.Viq2 & "')") 
        Result = MatLab.Execute("set_param('RoboUPAO_Kinematics/q3','Value','" & 
RoboUPAO.Viq3 & "')") 
        Result = MatLab.Execute("set_param('RoboUPAO_Kinematics/za','Value','" & 
RoboUPAO.za & "')") 
        Result = MatLab.Execute("set_param('RoboUPAO_Kinematics/he','Value','" & 
RoboUPAO.he & "')") 
 
    End Sub 
 
    Public Shared Sub AMatlabSimulink(ByVal VarArt_Simulink As String, ByVal 
VarArt As Double) 
        Dim aML As String 
        'Dim MatLab As MLApp.MLApp 'Declaración de Clase 
        MatLab = New MLApp.MLApp 
        MatLab.PutWorkspaceData("VarArt", "base", VarArt) 
        aML = "set_param('RoboUPAO_Kinematics/" & VarArt_Simulink & 
"','Value',num2str(VarArt))" 
        Result = MatLab.Execute(aML) 
    End Sub 
 
    Public Shared Function ShowDecimalRound(ByVal Argument As Decimal, ByVal 
Digits As Integer) 
        Dim rounded As Decimal = Decimal.Round(Argument, Digits) 
        Return rounded 
    End Function 
 
    Public Shared Sub Disconnect() 
        ' Close everything. 
        If client.Connected() Then 
            stream.Close() 
            client.Close() 
        End If 
    End Sub 
 
    Public Shared Sub Connect(server As [String], port As [Int32]) 
        Try 
            ' Create a TcpClient 
            client.Connect(server, port) 
 
            ' Get a client stream for reading and writing. 
            stream = client.GetStream() 
 
            If stream.CanRead Then 
                Dim data(1024) As Byte 
                Dim responseData As StringBuilder = New StringBuilder() 
                Dim num_bytes_leidos As Integer = 0 
                Do 'Mensajes entrantes pueden ser más grandes que el tamaño del 
buffer 
                    num_bytes_leidos = stream.Read(data, 0, data.Length) 
                    responseData.AppendFormat("{0}", 
Encoding.ASCII.GetString(data, 0, num_bytes_leidos)) 
                Loop While stream.DataAvailable 
                'Mostrar los mensajes recibidos desde la caja de texto 
                RoboUPAO.TxtRx.Text = RoboUPAO.TxtRx.Text & 
responseData.ToString() 
            Else 
                RoboUPAO.TxtRx.Text = "No se pudo tener acceso a la red" 
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            End If 
 
        Catch e As ArgumentNullException 
            Console.WriteLine("ArgumentNullException: {0}", e) 
        Catch e As SocketException 
            Console.WriteLine("SocketException: {0}", e) 
        End Try 
 
    End Sub 'Connect 
 
    Public Shared Sub Actulizar_XYZ() 
 
        MathCalc.CinDir(CDbl(RoboUPAO.Txtq1.Text), CDbl(RoboUPAO.Txtq2.Text), 
CDbl(RoboUPAO.Txtq3.Text)) 
 
    End Sub 
 
    Public Shared Sub Enviar_pulso_motores(server As [String], port As [Int32]) 
        Dim client As New TcpClient 
        Dim Data As [Byte]() 
        Dim Rx, Tr As String 
        client.Connect(server, port) 
 
        ' Get a client stream for reading and writing. 
        Dim stream As NetworkStream 
 
        stream = client.GetStream() 
        Rx = Leer_stream(stream) 
 
        'Mensaje de estado del robot 
        RoboUPAO.TxtE.Text = "Generando pulso" 
 
        Tr = "T" & "c" 'El S de solicitud e i de valores articulares iniciales 
 
        Data = System.Text.Encoding.ASCII.GetBytes(Tr) 
        stream.Write(Data, 0, Data.Length) 
        'Respuesta trama X enviada 
        Rx = Leer_stream(stream) 
 
        RoboUPAO.TxtE.Text = Rx 
 
        'Desconectamos del servidor 
        stream.Close() 
        client.Close() 
 
    End Sub 
 
 
    Public Shared Sub Pedir_valores_q(server As [String], port As [Int32]) 
        Dim client As New TcpClient 
        Dim q_val(3) As Double 
        Dim i As Integer 
        Dim Data As [Byte]() 
        Dim Rx, Tr As String 
        client.Connect(server, port) 
 
        ' Get a client stream for reading and writing. 
        Dim stream As NetworkStream 
 
        stream = client.GetStream() 




        'Mensaje de estado del robot 
        RoboUPAO.TxtE.Text = "Ejes reiniciando" 
 
        Tr = "S" & "q" 'El S de solicitud e i de valores articulares iniciales 
 
        Data = System.Text.Encoding.ASCII.GetBytes(Tr) 
        stream.Write(Data, 0, Data.Length) 
        'Respuesta trama X enviada 
        Rx = Leer_stream(stream) 
 
        For i = 0 To 2 
            If i < 2 Then 
                q_val(i) = A_numero(Rx, i, 3) / MathCalc.pasos_x_mm_2w1_2p 
            Else 
                q_val(i) = A_numero(Rx, i, 3) / MathCalc.pasos_x_mm_2p 
            End If 
        Next 
 
        RoboUPAO.Txtq1.Text = q_val(0) 
        RoboUPAO.Txtq2.Text = q_val(1) 
        RoboUPAO.Txtq3.Text = q_val(2) 
 
        'Desconectamos del servidor 
        stream.Close() 
        client.Close() 
    End Sub 
 
    Public Shared Function A_numero(ByVal trama As String, ByVal c As Integer, 
ByVal nmax As Integer) As Integer 
        Dim nums(nmax) As Integer 
        Dim num As Integer 
        Dim i, d As Integer 
        Dim j As Integer = 0 
        Dim ac_num_max As Boolean = False 
        For i = 0 To nmax - 1 
            While trama.ElementAt(j) <> ";" And Not ac_num_max 
                d = Microsoft.VisualBasic.Val(trama.ElementAt(j)) 
                num = num * 10 + d 
                If j = trama.Length - 1 Then 
                    ac_num_max = True 
                Else 
                    j = j + 1 
                End If 
            End While 
            nums(i) = num 
            j = j + 1 
            num = 0 
        Next 
 
        Return nums(c) 
    End Function 
 
    Public Shared Sub Actualizar_val_est(server As [String], port As [Int32]) 
        'Creación del TcpClient 
        Dim client As New TcpClient 
        Dim Data As [Byte]() 
        Dim Rx, Tr As String 
 
        client.Connect(server, port) 
 
        ' Get a client stream for reading and writing. 




        stream = client.GetStream() 
        Rx = Leer_stream(stream) 
 
        'Mensaje de estado del robot 
        RoboUPAO.TxtE.Text = "Valores estructurales reconfigurando" 
 
        Tr = "C" & "e" & RoboUPAO.Txtza.Text & ";" & RoboUPAO.Txthe.Text & ";" 
'El S de solicitud y c de configuración de za y he 
 
        Data = System.Text.Encoding.ASCII.GetBytes(Tr) 
        stream.Write(Data, 0, Data.Length) 
        'Respuesta trama X enviada 
        Rx = Leer_stream(stream) 
 
        RoboUPAO.TxtE.Text = Rx 
 
        'Desconectamos del servidor 
        stream.Close() 
        client.Close() 
    End Sub 
 
    Public Shared Sub Posicionar_inicio(server As [String], port As [Int32]) 
        'Creación del TcpClient 
        Dim client As New TcpClient 
        Dim Data As [Byte]() 
        Dim Rx, Tr As String 
 
        client.Connect(server, port) 
 
        ' Get a client stream for reading and writing. 
        Dim stream As NetworkStream 
 
        stream = client.GetStream() 
        Rx = Leer_stream(stream) 
 
        Tr = "S" & "i" 'El S de solicitud e i de valores articulares iniciales 
 
        Data = System.Text.Encoding.ASCII.GetBytes(Tr) 
        stream.Write(Data, 0, Data.Length) 
        'Respuesta trama X enviada 
 
        Rx = Leer_stream(stream) 'vaciando respuestas 
        RoboUPAO.TxtEEX.Text = RoboUPAO.TxtEEY.Text & Rx 
 
        'Desconectamos del servidor 
        stream.Close() 
        client.Close() 
 
    End Sub 
 
    Public Shared Sub Enviar_coor_xyz(server As [String], port As [Int32], 
trama_X As String, trama_Y As String, trama_Z As String) 
        Try 
            Dim client_imag As New TcpClient ' Creación del TcpClient 
            Dim c_Tr As Integer = 0 
            Dim Tr As String 
            Dim Rx As String = "" 
            Dim Rx_f As String = "" 
            Dim data As [Byte]() 
            Dim err As Integer = 0 




            RoboUPAO.TxtEX.Text = trama_X 
            RoboUPAO.TxtEY.Text = trama_Y 
            RoboUPAO.TxtEZ.Text = trama_Z 
 
 
            client_imag.Connect(server, port) 
 
            ' Get a client stream for reading and writing. 
            Dim stream_imag As NetworkStream 
 
            stream_imag = client_imag.GetStream() 
            Rx = Leer_stream(stream_imag) 
            RoboUPAO.LblVR.Text = Rx 
 
            For c_Tr = 0 To 2 
                'Se construyen las tramas a ser enviadas 
                Tr = selec_Tr(trama_X, trama_Y, trama_Z, c_Tr, "p") 
                data = System.Text.Encoding.ASCII.GetBytes(Tr) 
                stream_imag.Write(data, 0, data.Length) 
                'Respuesta trama enviada 
                Rx = Leer_stream(stream_imag) 
                RoboUPAO.TxtEEX.Text = RoboUPAO.TxtEEX.Text & Rx 
            Next 
 
            stream_imag.Close() 
            client_imag.Close() 
 
        Catch e As ArgumentNullException 
            Console.WriteLine("ArgumentNullException: {0}", e) 
        Catch e As SocketException 
            Console.WriteLine("SocketException: {0}", e) 
        End Try 
 
    End Sub 
 
    Public Shared Sub Espera_estado_desocupado_robot(server As [String], port As 
[Int32]) 
        Try 
            Dim client_imag As New TcpClient ' Creación del TcpClient 
            Dim Tr As String 
            Dim Rx As String = "" 
            Dim data As [Byte]() 
 
            client_imag.Connect(server, port) 
 
            ' Get a client stream for reading and writing. 
            Dim stream_imag As NetworkStream 
 
            stream_imag = client_imag.GetStream() 
            Rx = Leer_stream(stream_imag) 
            RoboUPAO.LblVR.Text = Rx 
 
            While Rx.ElementAt(0) <> "0" 
                Tr = "Se" 
                data = System.Text.Encoding.ASCII.GetBytes(Tr) 
                stream_imag.Write(data, 0, data.Length) 
                'Respuesta trama enviada 
                Rx = Leer_stream(stream_imag) 
            End While 
 
            stream_imag.Close() 
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            client_imag.Close() 
 
        Catch e As ArgumentNullException 
            Console.WriteLine("ArgumentNullException: {0}", e) 
        Catch e As SocketException 
            Console.WriteLine("SocketException: {0}", e) 
        End Try 
    End Sub 
 
    Public Shared Sub Enviar_imag(server As [String], port As [Int32], trama_X As 
String, trama_Y As String, trama_Z As String) 
        Try 
            ' Creación del TcpClient 
            Dim client_imag As New TcpClient 
 
            Dim c_Tr As Integer = 0 
            Dim Tr As String 
            Dim Rx As String = "" 
            Dim data As [Byte]() 
            Dim err As Integer = 0 
            Dim intento As Integer = 0 
 
            client_imag.Connect(server, port) 
 
            ' Get a client stream for reading and writing. 
            Dim stream_imag As NetworkStream 
 
            stream_imag = client_imag.GetStream() 
            Rx = Leer_stream(stream_imag) 
            RoboUPAO.LblVR.Text = Rx 
 
            RoboUPAO.TxtE.Text = "Trabajo realizándose" 
 
            For c_Tr = 0 To 2 
                'Se construyen las tramas a ser enviadas 
                Tr = selec_Tr(trama_X, trama_Y, trama_Z, c_Tr, "f") 
                'Se envían las tramas 
                data = System.Text.Encoding.ASCII.GetBytes(Tr) 
                stream_imag.Write(data, 0, data.Length) 
                'Respuesta trama enviada 
                Rx = Leer_stream(stream_imag) 
                RoboUPAO.TxtEEX.Text = RoboUPAO.TxtEEX.Text & Rx 
            Next 
 
            ' Close everything. 
            stream_imag.Close() 
            client_imag.Close() 
        Catch e As ArgumentNullException 
            Console.WriteLine("ArgumentNullException: {0}", e) 
        Catch e As SocketException 
            Console.WriteLine("SocketException: {0}", e) 
        End Try 
    End Sub 
    Public Shared Function Leer_stream(strm As NetworkStream) As String 
        Dim rx As String 
        If strm.CanRead Then 
            Dim data(1024) As Byte 
            Dim responseData As StringBuilder = New StringBuilder() 
            Dim num_bytes_leidos As Integer = 0 
            Do 'Mensajes entrantes pueden ser más grandes que el tamaño del 
buffer 
                num_bytes_leidos = strm.Read(data, 0, data.Length) 
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                responseData.AppendFormat("{0}", Encoding.ASCII.GetString(data, 
0, num_bytes_leidos)) 
            Loop While strm.DataAvailable 
            rx = responseData.ToString() 
        Else 
            rx = "N" 'No se pudo tener acceso a la red 
        End If 
 
        Return rx 
    End Function 
 
    Public Shared Function selec_Tr(trama_X As String, trama_Y As String, trama_Z 
As String, c_Tr As Integer, tipo As String) As String 
        Dim tr As String = "" 
 
        If c_Tr = 0 Then 
            tr = "T" & tipo & trama_X & "Y" 
        ElseIf c_Tr = 1 Then 
            tr = "T" & tipo & trama_Y & "Z" 
        ElseIf c_Tr = 2 Then 
            tr = "T" & tipo & trama_Z & "F" 
        End If 
 
        Return tr 

























Public Class MathCalc 
    'Constantes 
    Public Const pts As Double = 49 'Constante que hace referencia al número de 
puntos para la interpolación, es decir 50 puntos. 
    Public Const num_elem_vec_max = 3000 
    Public Const pasos_x_mm_2p = 163 
    Public Const pasos_x_mm_2w1_2p = 1590 
 
    'Variables 
    Public Shared R(0, 4) As Double 
    Public Shared MatLab As MLApp.MLApp 
    Public Shared Result As String 
 
    Public Shared Sub CinDir(ByRef q1 As Double, ByRef q2 As Double, ByRef q3 As 
Double) 
        'Función para obtener la cinemática directa. 
        'Dim Result As String 
        Dim X, Y, Z As Double 
 
        X = q1 'mm 
        Y = q2 'mm 
        Z = CDbl(RoboUPAO.Txtza.Text) - (CDbl(RoboUPAO.Txthe.Text) + q3) 'mm 
 
        'Se rellenan las cajas de texto de los valores del extremo del robot 
        RoboUPAO.TxtX.Text = X 
        RoboUPAO.TxtY.Text = Y 
        RoboUPAO.TxtZ.Text = Z 
 
    End Sub 
 
    Public Shared Function CinInv(ByVal X As Double, ByVal Y As Double, ByVal Z 
As Double, ByVal Arti As String) As Double 
        'Función para obtener la cinemática indirecta 
        'Dim q1s1, q1s2, q2s2 As Double 
 
        CinInv = 0 
 
        If Arti = "q1" Then 
            Dim q1 As Double = X 
            CinInv = q1 'mm 
        ElseIf Arti = "q2" Then 
            Dim q2 As Double = Y 
            CinInv = q2 'mm 
        ElseIf Arti = "q3" Then 
            Dim q3 As Double = CDbl(RoboUPAO.Txtza.Text) - 
(CDbl(RoboUPAO.Txthe.Text) + Z) 'mm 
            CinInv = q3 
        End If 
 
        Return CinInv 
    End Function 
 
    Public Shared Sub Actualizar_q_Simulink() 
        MatLab = New MLApp.MLApp 
 
        'Se calculan los valores de las variables articulares a partir de las 
coordenadas del efector final 
        RoboUPAO.q1 = CinInv(CDbl(RoboUPAO.TxtX.Text), CDbl(RoboUPAO.TxtY.Text), 
CDbl(RoboUPAO.TxtZ.Text), "q1") * pasos_x_mm_2w1_2p 
        RoboUPAO.q2 = CinInv(CDbl(RoboUPAO.TxtX.Text), CDbl(RoboUPAO.TxtY.Text), 
CDbl(RoboUPAO.TxtZ.Text), "q2") * pasos_x_mm_2w1_2p 
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        RoboUPAO.q3 = CinInv(CDbl(RoboUPAO.TxtX.Text), CDbl(RoboUPAO.TxtY.Text), 
CDbl(RoboUPAO.TxtZ.Text), "q3") * pasos_x_mm_2p 
 
        'Se mandan los valores a Matlab 
        Procedimientos.AMatlabSimulink(RoboUPAO.Cq1, RoboUPAO.q1) 
        Procedimientos.AMatlabSimulink(RoboUPAO.Cq2, RoboUPAO.q2) 
        Procedimientos.AMatlabSimulink(RoboUPAO.Cq3, RoboUPAO.q3) 
 
    End Sub 
 
    Public Shared Sub Mover_robot_virtual() 
        MatLab = New MLApp.MLApp 
        Result = MatLab.Execute("Valores_q_a_Simulink;") 
    End Sub 
 
    Public Shared Sub Obtener_trayect_dsd_imag(ByVal direc_imag As String) 
        Dim Coor_pixels(3, num_elem_vec_max) As Double 
        Dim num_elem, i As Integer 
 
        MatLab = New MLApp.MLApp 
 
        Result = MatLab.Execute("cd('" & RoboUPAO.CarpetaC & "')") 
        MatLab.PutWorkspaceData("direc_imag", "base", direc_imag) 
        Result = MatLab.Execute("rb = 2;") 
        Result = MatLab.Execute("mm_x_pixel = 0.227;") 
        Result = MatLab.Execute("Reco_EjeZ_mm = 19;") 
        Result = MatLab.Execute("Pasos_pixel = 23;") 
        Result = MatLab.Execute("mm_x_paso = 1.6/163;") 
        Result = MatLab.Execute("[Coor_pixels,e,q] = Ob_Ma_Pa_Im_png(direc_imag, 
rb, mm_x_pixel, Reco_EjeZ_mm, mm_x_paso, Pasos_pixel);") 
        Result = MatLab.Execute("Coor_pixels = Coor_pixels';") 
        Result = MatLab.Execute("[f,c] = size(Coor_pixels)") 
 
        num_elem = MatLab.GetVariable("c", "base") 
        If num_elem <= num_elem_vec_max Then 
            Coor_pixels = MatLab.GetVariable("Coor_pixels", "base") 
            RoboUPAO.TxtEX.Text = num_elem & "-" 
            RoboUPAO.TxtEY.Text = num_elem & "-" 
            RoboUPAO.TxtEZ.Text = num_elem & "-" 
            For i = 0 To num_elem - 1 
                RoboUPAO.TxtEX.Text = RoboUPAO.TxtEX.Text & Coor_pixels(0, i) & 
";" 
                RoboUPAO.TxtEY.Text = RoboUPAO.TxtEY.Text & Coor_pixels(1, i) & 
";" 
                RoboUPAO.TxtEZ.Text = RoboUPAO.TxtEZ.Text & Coor_pixels(2, i) & 
";" 
            Next 
        Else 
            RoboUPAO.TxtPa.Text = "Error: la figura excede el tamaño permitido." 
        End If 
 
    End Sub 
 
End Class 
 
 
 
