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La fonction principale d’un senseur stellaire est de
fournir l’attitude précise d’un satellite à son Système
de Contrôle d’Attitude et d’Orbite (AOCS). Il s’agit-
là d’un composant critique pour garantir le succès de
la mission, puisqu’il intervient directement dans l’éla-
boration du pointage précis du satellite. C’est pourquoi,
la conception et le développement d’un tel système
nécessite l’application rigoureuse de la démarche d’in-
génierie système afin de garantir la proposition d’une
solution optimale.
Une équipe d’étudiants de la formation
SUPAERO de l’ISAE (Institut Supérieur de l’Aé-
ronautique et de l’Espace) est en charge, avec le
soutien des équipes d’enseignants-chercheurs et des
laboratoires de l’institut, de la réalisation d’un
modèle de vol du senseur stellaire qui sera embarqué
sur les plates-formes des satellites ESEO (European
Student Earth Orbiter) et ESMO (European Student
Moon Orbiter), projets étudiants de l’ESA (Agence
Spatiale Européenne). Leur objectif principal est de
garantir une bonne implémentation du système sen-
seur stellaire répondant aux contraintes des diffé-
rentes missions. En effet, l’environnement opéra-
tionnel sera différent pour la mission d’observation
de la Terre, ESEO, et pour la mission d’observation
de la Lune, ESMO. L’organisation industrielle et
académique diffère également entre les deux pro-
jets. La conception de ce senseur stellaire prend
donc en compte cet enjeu de flexibilité.
Cet article présente tout d’abord la démarche
générale d’ingénierie système appliquée sur ce pro-
jet (section 2). La section 3 décrit les technologies
liées au senseur stellaire. Puis à travers deux
exemples, il illustre la méthode utilisée pour l’iden-
tification des modes du senseur stellaire dans le
processus d’architecture fonctionnelle (section 3)
et la prise en compte des contraintes pour la concep-
tion de l’architecture physique (section 4).
2. PRÉSENTATION DE LA DÉMARCHE
D’INGÉNIERIE SYSTÈME APPLIQUÉE
La démarche globale d’ingénierie système, telle
qu’acceptée et présentée dans [6], est itérative et
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Résumé : Cet article présente la conception et le développement du logiciel embarqué d’un senseur stellaire,
dans le cadre des projets étudiants de l’ESA (Agence Spatiale Européenne), tels ESEO (European Student Earth
Orbiter) et ESMO (European Student Moon Orbiter). Ces projets sont menés au sein de l’ISAE (Institut Supérieur
de l’Aéronautique et de l’Espace) par des élèves du cycle ingénieur de la formation SUPAERO, avec le soutien des
équipes d’enseignants-chercheurs et des laboratoires de l’institut. Un senseur stellaire est un système complexe,
composé d’une partie électronique, constituée de lentilles optiques, d’un déflecteur de lumière, d’un capteur,
d’un micro-ordinateur et d’une partie logicielle comprenant les algorithmes de calcul et la base des données per-
sistantes. Cet article se concentre sur l’application de la démarche d’ingénierie système, depuis le processus d’in-
génierie du besoin jusqu’au processus d’architecture, permettant d’aboutir à une description physique de senseur
stellaire.
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Wrécursive. Elle enchaîne de façon cyclique quatre
processus fondamentaux que sont l’ingénierie du
besoin, l’ingénierie des exigences, la conception
fonctionnelle et l’architecture organique et les pro-
cessus transverses d’optimisation, décision, véri-
fication et validation. 
Dans le cadre de la conception de ce senseur
stellaire, il n’était pas possible de dérouler la
démarche avec le même niveau d’effort pour l’en-
semble des processus cités précédemment. Il a donc
été choisi de mettre en place une démarche sim-
plifiée en six étapes, que sont :
• l’analyse des besoins,
• la détermination du cycle de vie,
• l’analyse du contexte opérationnel,
• la conception fonctionnelle,
• l’architecture organique,
• la vérification et la validation.
La figure 1 résume cette démarche :
prenant une photographie de la voûte céleste et en
déduit sa position par comparaison avec un cata-
logue d’étoiles interne. Plus précisément, la lumière
des étoiles pénètre les lentilles optiques, qui la
concentrent sur le capteur. Le capteur capture
l’image du ciel, dont seront extraites les positions
du centre des étoiles. Ces positions sont ensuite
comparées aux données présentes dans le catalogue
d’étoiles. L’écart entre les positions réelles et les
positions de référence va permettre de calculer l’at-
titude du satellite (c’est-à-dire sa position angu-
laire autour des trois axes de référence). Cette
information d’attitude sera ensuite transmise au
calculateur de bord du satellite.
La figure 2 présente le concept.
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Figure 1 : Démarche simplifiée d’ingénierie système
Les sorties de chaque étape sont les entrées de
l’étape suivante, avec comme données initiales les
spécifications système instanciées pour chacune
des deux missions. La démarche a dû être appli-
quée plusieurs fois. En effet, les étudiants sont
impliqués sur ce projet pendant leur année acadé-
mique. Et chaque rentrée scolaire voit se consti-
tuer une nouvelle équipe, devant repartir du travail
accompli les années précédentes, tout en ayant pour
objectif principal l’avancement effectif du projet.
Les processus transverses d’optimisation et de déci-
sion sont menés à chacune des étapes.
La section 4 montre comment les modes opé-
rationnels du système senseur stellaire ont été éla-
borés à partir de détermination du cycle de vie. La
section 5 montre comment à partir de l’analyse du
contexte opérationnel, les contraintes ont été iden-
tifiées et comment elles ont limité le champ des
possibles lors de l’élaboration de l’architecture
organique.
3. DÉSCRIPTION D’UN SENSEUR STELLAIRE
En situation opérationnelle, un senseur stellaire est
un capteur qui collecte la lumière des étoiles, en
Figure 2 : Concept de l’estimation d’attitude
Des présentations détaillées du fonctionne-
ment de ce senseur stellaire ont déjà fait l’objet de
deux publications dans [1] et [2].
Il s’agit donc d’un système complexe dont la
conception nécessite une véritable approche inter-
disciplinaire, mêlant, entre autres, les expertises
techniques et scientifiques de l’automatique, de la
mécanique spatiale, de l’optique, du traitement du
signal, de l’informatique, du logiciel embarqué, de
la mécanique des structures, de la thermique et de
la modélisation de l’environnement spatial.
4. APPLICATION À L’IDENTIFICATION
DES MODES FONCTIONNELS
Un ensemble de situations ont été identifiées à par-
tir de la décomposition classique du cycle de vie
d’un projet spatial (voir [3]). Leur description nous
a conduit à utiliser la notion de « mode opération-
nel ». Bien que cela puisse paraître surprenant, il
n’existe pas vraiment de consensus sur la définition
et les applications d’un « mode » dans l’industrie
spatiale. Pour remédier à ce manque, nous propo-
sons de définir un « mode » comme un état unique
d’un système, décrit par un ensemble de transitions
allant vers ce mode ou partant de ce mode, déclen-
chées par des événements extérieurs ou en réaction
à une condition interne particulière. Chaque mode
implémente un unique objectif de mission de haut
niveau, en utilisant une combinaison d’éléments
matériels et logiciels à la disposition du système.
Une transition de mode déclenche nécessairement
une reconfiguration partielle du système durant
Wlaquelle il lui est impossible de procéder à des fonc-
tions quelconques. 
Remarquons ici qu’un architecte système
conçoit les modes en gardant les contraintes sui-
vantes à l’esprit : 
(1) les modes sont synchronisés avec les situations
de la phase opérationnelle ; 
(2) les modes facilitent l’allocation des ressources
et leur vérification ; 
(3) les modes aident à tester l’intégration du sys-
tème.
La définition du niveau de granularité des
modes est une décision essentielle dans la concep-
tion, puisque la transition d’un mode à l’autre est
déclenchée par des événements extérieurs et peut
entraîner une reconfiguration partielle. Dans le cas
du senseur stellaire, nous avons donc préféré faire
de ces transitions des événements exceptionnels et
restreindre le nombre de modes, ce qui est cohérent
avec le nombre de fonctions à implémenter.
La figure 3 représente la marguerite (ou auto-
mate) des modes opérationnels conçus pour le sen-
seur stellaire :
converge et calcule l’attitude, alors le senseur
stellaire bascule en mode TRACKING
• Mode TRACKING : Dans ce mode, il utilise les
dernières attitudes estimées pour prédire les pro-
chaines étoiles visibles. Le calcul d’attitude est
ainsi plus rapide et précis. En effet, le balayage
entier du ciel n’est plus nécessaire dès lors que le
senseur stellaire connaît approximativement sa
position. Dans le cas contraire où le calcul d’at-
titude ne fonctionne pas, il revient en mode LIS
où une nouvelle estimation complète de l’atti-
tude est réalisée.
• Mode SAFE : Il a été conçu comme un mode de
débogage, puisque des défaillances peuvent sur-
venir. Ce mode permet d’utiliser des fonctions de
FDIR (Failure Detection, Isolation and Recovery),
notamment en cas d’éblouissement du capteur par
le Soleil, la Lune ou la Terre, mais aussi dans le cas
d’un problème de température ou de tension sur
l’un des composants du senseur stellaire.
Pour déterminer les modes décrits ci-dessous,
nous avons dû d’abord isoler un ensemble de fonc-
tions, devant être offertes par le senseur stellaire.
Cette étape correspond au processus de conception
fonctionnelle.
De l’analyse du contexte de chacune des situa-
tions de la phase opérationnelle, identifiées au préa-
lable, nous avons procédé à l’identification des
services de notre système senseur stellaire. Nous
désignons comme « mission principale », la fonc-
tion consistant à prendre une image, la traiter et en
déduire l’attitude. La mission principale et ses
niveaux successifs de décomposition ont été modé-
lisés grâce au formalisme eFFBD (enhanced Func-
tional Flow Block Diagram, [3]). La figure 4 en
montre un exemple.
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Figure 3 : Marguerite des modes opérationnels du senseur stellaire
Nous donnons ici une description détaillée des
différents modes et des transitions entre eux :
• Mode « OFF » : le senseur stellaire est initiale-
ment hors tension
• Mode « STANDBY » : Quand le senseur stellaire
est mis sous tension, il passe du mode « OFF »
au mode « STANDBY ». Le convertisseur
DC/DC est alimenté tandis que les autres com-
posants sont éteints. 
• Mode INIT : Sur réception d’une télécommande
d’initialisation, le senseur stellaire bascule en
mode INIT dans lequel tous ses composants sont
activés. . Ensuite, il peut tout aussi bien démarrer
son acquisition en mode « Lost In Space » (LIS)
ou basculer en mode SAFE s’il rencontre un pro-
blème.
• Mode « Lost In Space » (LIS) : Il fait suite au
mode INIT. Le senseur stellaire ne connaît pas a
priori sa position dans l’espace. Il va tenter une
première estimation d’attitude. Si la première
acquisition a réussi, c’est-à-dire si le logiciel
Figure 4 : Représentation en eFFBD de la mission principale 
du senseur stellaire
La première étape de la mission principale est
donc de traiter les images brutes prises par la
caméra (une technologie CMOS sur le senseur stel-
laire d’ESMO) en les nettoyant du bruit éventuel à
l’aide d’un seuillage. En second lieu, le logiciel
participe à la recherche d’étoiles. Les barycentres
des objets brillants de l’image, qu’ils soient des
étoiles ou des artefacts, sont déterminés avant d’être
regroupés en motifs comme des triades, groupe de
trois étoiles. Ensuite, le logiciel tente de recon-
naître les étoiles en comparant les motifs à un cata-
logue d’étoiles bien référencées. Enfin, une fois
les étoiles identifiées, l’attitude est aisément cal-
Wculable et représentée sous forme de quaternion
(notation mathématique qui permet de décrire sim-
plement à partir d’un vecteur de dimension quatre
des rotations).
Les performances du senseur vont notamment
dépendre des deux algorithmes : reconnaissance
des motifs d’étoile et recherche dans la base de
données. D’autres paramètres interviendront éga-
lement, comme la sensibilité à la lumière stellaire,
la précision dans la détermination du barycentre, le
seuil, le champ de vue (FOV) du capteur, le nombre
d’étoiles dans ce champ et la construction de la
base de données interne. Par la suite, nous avons
choisi de développer et tester ces algorithmes dans
un environnement Matlab, à l’aide de l’outil Simu-
link. Ceci permet d’exécuter un simulateur com-
plet du logiciel, avec des images simulées du ciel
correspondant à un quaternion qui sont traitées
pour en estimer ce même quaternion.
Nous souhaitons fournir un prototype de l’ar-
chitecture logicielle, de niveau système, comme
définie ci-dessus, comprenant la gestion des modes,
des envois des télécommandes, des réceptions des
télémesures. Ces algorithmes seront organisés en
trois processus distincts. Nous utilisons Matlab
doté des outils Simulink et Stateflow. Stateflow
nous permet de créer un modèle et de le simuler
pas-à-pas, accompagné des flux de données cor-
respondants calculés par des blocs Simulink.
Chaque processus est représenté par un diagramme
Stateflow incluant des états et des transitions entre
ces états. Les flux s’exécutent de façon chronolo-
gique. Les fonctions à l’intérieur des processus
sont décrites dans des blocs « Embedded Matlab »
(em). Les blocs « Data Store Memory » repré-
sentent les variables en mémoire durant l’exécu-
tion. Le diagramme Stateflow a ainsi accès à cette
mémoire en lecture ou écriture. Pour tester la simu-
lation, des résultats peuvent être affichés sur l’es-
pace de travail Matlab. 
Ensuite, en utilisant ces blocs avec la biblio-
thèque Real-Time Workshop, il est possible d’ob-
tenir du code C auto-généré correspondant à un
programme qui sera implémenté dans le système
d’exploitation RTEMS.  Lors de la génération auto-
matique, les blocs virtuels du type « To Works-
pace » ou « Data Store Memory » sont supprimés
pour ne laisser que les blocs non-virtuels tels le
modèle Stateflow. De plus, ce modèle généré peut
inclure toutes les variables mémoire comme les
énumérations et les variables à virgule fixe. Cette
approche laisse en outre la possibilité d’importer un
autre modèle à l’intérieur du modèle Stateflow,
permettant ainsi d’inclure directement les algo-
rithmes concernant la mission principale dans le
modèle. Suite à l’auto-génération, il est nécessaire
d’adapter les différents fichiers de code C afin de
créer de vrais processus, par exemple avec POSIX,
pour enfin les exécuter sur l’OS RTEMS, avant
d’obtenir le logiciel final. 
Cette combinaison d’outils Matlab et de
RTEMS nous permet donc de concevoir très rapi-
dement un prototype pouvant être testé sur l’ar-
chitecture matérielle choisie. Ainsi, les itérations du
procédé de conception sont grandement réduites
et permettent de préparer au futur travail d’inté-
gration.
5. PRISE EN COMPTE DES CONTRAINTES
DANS L’ARCHITECTURE ORGANIQUE
À partir des résultats de la conception fonction-
nelle, nous avons alloué des composants réels aux
fonctions du senseur stellaire et les avons organi-
sés. Des compromis dans le choix des composants
ont dû être menés, pour prendre en compte les
besoins et contraintes des missions spatiales rete-
nues.
Afin d’illustrer l’étape d’architecture orga-
nique et de montrer comment les contraintes ont
été prises en compte, nous nous concentrons plus
particulièrement sur la mission ESMO. Il s’agit
d’un satellite qui sera placé en orbite lunaire ; il
sera donc soumis à un environnement extrême,
notamment en raison des radiations et des varia-
tions de température ressenties dans l’espace. De
plus, l’énergie consommée par le satellite devra
être réduite au minimum afin de compenser son
passage dans l’ombre de la Lune. Les composants
matériels du satellite devront par conséquent être
robustes aux radiations et peu gourmands en éner-
gie. C’est pourquoi, des composants qualifiés pour
une utilisation dans l’espace comme le processeur
LEON3-FT et les composants mémoire associés
ont été retenus. 
Ces choix technologiques entraînent de fortes
contraintes sur les fonctions qui seront implémen-
tées : ces composants disposent en effet de peu de
ressources mémoire et processeur. La définition
des algorithmes pour le senseur stellaire et un bref
travail de prototypage initial nous montrent que la
meilleure solution est d’adopter un procédé de
conception liant matériel et logiciel. Le processeur
du senseur stellaire exécutera quelques-unes des
fonctions pendant que d’autres seront exécutées
directement sur un processeur programmable
FPGA. Il est à noter que la partie optique du senseur
stellaire et sa caméra numérique ont besoin d’une
bande passante conséquente pour capturer une
image et la traiter.
La plate-forme du satellite impose elle aussi
un ensemble de contraintes : le senseur stellaire
devra interagir avec le calculateur de bord du satel-
lite (OBCS) à travers une interface de bus CAN ;
la consommation totale du senseur stellaire sera
également limitée à 5 W, fournis par le réseau de
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distribution d’énergie du satellite. Toutes ces
contraintes sur les équipements nous ont conduits
à définir l’architecture matérielle suivante comme
choix de conception, sur les traces des meilleures
architectures actuelles de l’ESA. 
D’abord, nous utiliserons un Xilinx Virtex4
FPGA comme l’unité principale de calcul. Le FPGA
sera configuré comme un « System-on-Chip » et
embarquera un processeur LEON3, un bloc CAN et
le bloc de traitement d’image du senseur stellaire.
Le processeur du LEON3 utilisera l’OS RTEMS
pour cadencer les différentes tâches. Le logiciel
qui s’exécutera sur RTEMS devra remplir plusieurs
missions. D’abord, la mission principale : traiter
des images du ciel et déterminer le quaternion d’at-
titude correspondant. Une partie du processus est
déléguée au bloc de traitement d’image du FPGA
; une partie de la mémoire interne spécialisée sera
aussi consacrée à améliorer la bande passante entre
la caméra et le FPGA embarqué.
D’autres fonctions de maintenance seront aussi
implémentées : gestion des télémesures et des télé-
commandes, gestion des différents modes opéra-
tionnels. La synchronisation de l’horloge interne du
senseur stellaire avec celle du satellite, ainsi que la
surveillance de l’état des composants et des erreurs
interviendront également.
Cependant, basculer sans cesse d’une fonction
vers une autre induit un coût non négligeable en
matière de temps de calcul. Nous avons donc limité
le nombre de processus pouvant s’exécuter en paral-
lèle : un processus sporadique pour traiter les mes-
sages entrants, un périodique pour réagir à des
événements ou envoyer des messages et enfin un
autre processus périodique pour les longs calculs et
les configurations. Ces processus ont accès à une
mémoire embarquée en SD-RAM. Finalement, afin
de respecter les contraintes imposées par les algo-
rithmes et la plate-forme ainsi que d’atteindre les
performances requises, nous avons divisé notre
modèle logiciel en trois processus décrit dans la
figure 5.
6. CONCLUSION ET PERSPECTIVES
Complémentaire à la formation du cycle ingénieur
Supaero de l’ISAE, ce projet apporte aux étudiants
de solides compétences dans des domaines variés.
En particulier, l’introduction aux principes de l’in-
génierie système fait partie intégrante du projet et
aide les étudiants à se familiariser très tôt avec les
problèmes complexes liés à l’intégration de sys-
tèmes, mais aussi à bien comprendre le rôle pré-
cis de chacune des fonctions du système et le
procédé qui permet de les décomposer jusqu’à arri-
ver à des blocs concrets. Ce projet éclaire ainsi
sous un nouveau jour le cursus pluridisciplinaire
de l’ISAE et bouleverse l’appréhension d’une cer-
taine « hiérarchie » parmi les domaines et pro-
blèmes que l’on peut rencontrer dans les systèmes
aéronautiques et spatiaux : chaque domaine est
ainsi placé sur un pied d’égalité avec les autres,
contribuant au succès de la mission, alors qu’une
approche plus traditionnelle aurait considéré la
conception logicielle comme la dernière étape de la
réalisation du système.
Cette activité de conception va désormais être
complétée par la conception et le développement
d’un banc hybride de simulation et de validation du
senseur stellaire, banc qui permettra de mettre en
valeur les processus de vérification et de validation.
Nous tenons tout particulièrement à remercier
l’ensemble des étudiants, enseignants-chercheurs et
personnels de l’ISAE impliqués sur le projet Sen-
seur stellaire.
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Figure 5 : Architecture logicielle du senseur stellaire
