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Számomra a programozásban a legnagyobb öröm az, hogy különböző 
eszközökre fejleszthetek és mindig új kihívásokkal találkozhatok.  
Mivel a mai világ inkább a web felé terelődik és egyre kevésbé van szükség 
vastag kliensre, ezért szakdolgozatom témájának is egy ilyen webes alapú 
applikációt választottam. 
A mobilos szoftverfejlesztés világában még nem voltam jártas, ezért úgy 
éreztem, hogyha a szakdolgozatom témájának egy ilyet választok, akkor 
kénytelen leszek jobban belemerülni. 
A feladat elsőre nagy falatnak tűnt, főleg egy teljesen ismeretlen környezetben. 
Tudtam, hogy rengeteg problémával fogok szembesülni az applikáció készítése 
során, de ez hozzátartozik a szoftverfejlesztői szakmához. 
2. Feladat 
Egy olyan chat program létrehozása, ahol az emberek a saját közeli 
környezetükben lévő emberekkel beszélhetnek, de csak akkor, ha mind a két fél 
szeretné.  
A projekt két fő részre legyen szétválasztható, és különüljenek el egymástól, 
amennyire csak lehet.  
Az egyik fő rész legyen a web szerver, ami REST szolgáltatásokat valósít meg, 
hogy a kliens a lehető legkevésbé legyen platformfüggő, hogy  a későbbiekben 
könnyen lehessen minden eszközre implementálni, ha szeretnénk. 
A másik fő része pedig a kliens, ami legyen képes kommunikálni a web 







Egy olyan chat program, amely segítségével tudunk kommunikálni a 
közelükben levő személyekkel, ha mind a két fél szeretné.  
Lehetőség van regisztrálni felhasználónév, név és jelszó megadásával. Sikeres 
regisztráció és/vagy belépés után megjelennek a közelünkben levő személyek.  
Több menüpont közül választhatunk: chat, közelben levő felhasználók 
megtekintése, emberek akikkel találkozhattunk, profil és kijelentkezés. 
Chat menüpont kiválasztásakor lehetőségünk van írni egy adott embernek.  
Az alkalmazás megjeleníti a közelben levő személyeket, akikkel 
kommunikálhatunk, ha ő is szeretné. 
Megjeleníti azokat a személyeket, akikkel összefuthattunk volna az utunk során. 
Profil menüpont alatt megtekinthetjük az aktuális profilképünket, lehetőségünk 
van képeket feltölteni, az eddig feltöltött képeket megtekinteni vagy az 
adatainkat szerkeszteni. 
4. Futási környezet 
Minimális rendszerkövetelmények: 
 Android 4.4 (KitKat) 
 256 MB RAM 
 20 MB szabad terület a készüléken 
Optimális rendszerkövetelmények: 
 Android 7.1.1 (Nougat) 
 2 GB RAM 




5. Használati utasítás 
Egy androidos készülékre tudjuk telepíteni az alkalmazást.  
 
5.a Az alkalmazás mappaszerkezete 
Az alkalmazás telepítéséhez válasszuk ki a keepMeInTouch.apk fájlt és 
telepítsük. 
 
5.b Az alkalmazás telepítése 
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Az install/telepítés  gombra kattintva elindul a telepítés.  
 
5.c Sikeresen telepített alkalmazás 
Sikeres telepítés után open/megnyitás gombra kattintva tudjuk elindítani az 
alkalmazást. 
 




A program bejelentkező felületén a megfelelő adatok megadásával már be is 
léphetünk az alkalmazásba, ha a helymeghatározást bekapcsoltuk. 
Regisztrációra is van lehetőség, ha baloldalt elhúzzuk a képernyőt. 
 
5.e Nem engedélyezett helymeghatározás 
Ha nincs engedélyezve a helymeghatározás, akkor az alkalmazás figyelmeztető 
üzenetet küld. Ha helymeghatározás nélkül indítjuk el a programot, akkor csak 
azokkal a személyekkel tudunk kommunikálni, akikkel már elfogadtuk a 




5.f Beállítások mappaszerkezete 
Az engedélyezés menete úgy működik, hogy az andoridos eszközünkön 
megkeressük a Settings/Beállítások menüpontot és azon belül kiválasztjuk az 
Apps/Alkalmazások feliratú szöveget. 
 




Az Apps/Alkalmazások-on belül megkeressük a KeepMeInTouch applikációt és 
kiválasztjuk. 
 
5.h KeepMeInTouch adatai 
Kiválasztjuk a Premissions/Engedélyek menüpontot. 
 
5.i Helymeghatározás bekapcsolása 
Bekapcsoljuk a Location/Helymeghatározást a csúszka jobbra húzásával, majd 
megnyitjuk a programot. 
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6. Az alkalmazás 
 
6.a Bejelentkezési menüpontok 






Felhasználónév, név és jelszó megadásával regisztrálhatunk. Sikeres 
regisztrációt követően pedig megjelenik az alkalmazás kezdőképernyője, ahol a 
közelünkben levő személyek profilképét és nevét láthatjuk. 
 
6.c Az alkalmazás kezdőképernyője 
Az applikáció kezdőképernyője a közelben levő személyeket jeleníti meg. A 
piros ikonra kattintva elutasítjuk a kommunikációs lehetőséget a másik fél 
számára. A zöld ikonra kattintva pedig elfogadjuk. 
 
6.d Az alkalmazás menüsora  
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Balról elhúzva a képernyőt megjelenik a menüsor, ahol több funkció közül 
választhatunk. Kijelentkezés gombra kattintva pedig a bejelentkező képernyő 
jelenik meg és kilép az aktuális profilunkból. 
 
6.e Chat ablaka 
Bármelyik gombra kattintva eltűnik az adott személy az ablakból és a chat 
ablakban található meg, ha elfogadtuk. A felületen kiválaszthatunk egy adott 
személyt, akivel kommunikálni szeretnénk. 
 
6.f Chat beszélgetés 
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Könnyen és egyszerűen lehet kommunikálni az alkalmazás segítségével. 
Megőrzi a beszélgetés tartalmát, így később is visszalehet olvasni. 
 
 
6.g Akikkel eddig találkozhattunk 
Az alkalmazás megjeleníti azokat a személyeket, akikkel a legutolsó utunk 
során találkozhattunk. Velük is lehetőségünk van chaten kommunikálni, ha mind 
a két fél elfogadja. 
 
6.g Profil ablaka 
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Lehetőségünk van módosítani az adatlapunkon név, életkor vagy a 
bemutatkozás szövegmező kitöltése után. Saját profilképet is feltölthetünk, a 
képre kattintva kiválaszthatjuk, hogy milyen profilképet szeretnénk.  
 
6.i Képfeltöltés 
Képesek vagyunk képet feltölteni a plusz gomb megnyomásával. Bármennyi 







a) A feladat 
Egy olyan chat program létrehozása, ahol az emberek a saját közeli 
környezetükben lévő emberekkel beszélhetnek, de csak akkor, ha mind a két fél 
szeretné.  
A projekt két fő részre legyen szétválasztható, és különüljenek el egymástól, 
amennyire csak lehet.  
Az egyik fő rész legyen a web szerver, ami REST szolgáltatásokat valósít meg, 
hogy a kliens a lehető legkevésbé legyen platformfüggő, hogy  a későbbiekben 
könnyen lehessen minden eszközre implementálni, ha szeretnénk. 
A másik fő része pedig a kliens, ami legyen képes kommunikálni a web 
szerverrel és a szervertől válaszként kapott adatokat helyesen feldolgozni és 
megjeleníteni. 
b) A web szerver specifikációja 
A web szerver használja a Spring keretrendszert és a SpringBoot-ot. A kérések 
kezeléséről úgynevezett RESTful szolgáltatások gondoskodjanak. . A chat 
használjon websocketet, ahhoz, hogy a szerver tudjon küldeni „push 
notification”-t a kliens felé, ha új üzenete érkezett. 
Az adatok perzisztálása MySQL adatbázisba, JPA segítségével valósuljon meg. 
Az adatok elérése és perzisztálása “Data Access Object”-eken keresztül 
történjen.  
A szolgáltatások biztonságáról a Spring Security gondoskodjon,továbbá a 




c) A kliens specifikációja 
Az androidos kliens használjon Room Database-t az üzenetek 
perzisztálásához, OkHTTP-t a web szerverrel való kommunikációra és 
FasterXML/Jackson-t a json üzenetek feldolgozására. 
d) A kliens grafikus felülete 
A felületen jól elkülöníthetőek legyenek a funkciók, törekedjünk a “material 
design” által megfogalmazott elvek betartására. A felület minimális szinten 
animáljon, és legyen biztosítva az akadás mentes működés, amennyire csak 
lehet. A felület legyen az átlag felhasználó számára könnyen kezelhető. 
8. Futási környezet 
Minimális rendszerkövetelmények: 
 Android 4.4 (KitKat) 
 256 MB RAM 
 20 MB szabad terület a készüléken 
Optimális rendszerkövetelmények: 
 Android 7.1.1 (Nougat) 
 2 GB RAM 
 500 MB szabad terület 
9. Virtuális eszköz telepítése 
Egy androidos emulátor telepítése az Android Studio-ban könnyű feladat. Az 
első, hogy rákattintunk az AVD Manager ikonjára. 
 




Az AVD Manager ablakon kiválaszthatjuk az eddigi virtuális eszközeinket vagy 
létrehozhatunk újat a "Create Virtual Device" gomb megnyomásával. 
 
9.b Új virtuális eszköz létrehozása 
Itt többféle emulátort hozhatunk létre, mint például TV vagy Tablet. Mi telefonra 
szeretnénk elsősorban fejleszteni, ezért a Phone menüpont alatt válasszunk 
egy nekünk szimpatikus tulajdonságokkal rendelkező eszközt. 
 
9.c Emulált eszköz kiválasztása 
A rendszer kiválasztásakor vegyük figyelembe, hogy milyen százalékkal van 
jelen a piacon jelenleg. Célszerű nem a legújabbat és nem túl régit választani. 




9.d Emulált rendszer kiválasztása 
A végső párbeszédablakon megadhatjuk a virtuális eszköz nevét. 
 
9.e Virtuális eszköz neve 
Miután a "finish"-re kattintunk, visszakerülünk a kezdőképernyőre és futtathatjuk 




9.f Virtuális eszköz indítása 
Egy kis várakozás után egy olyan képernyő fogad minket, mint egy átlagos 
fizikai eszközön, és egérrel imitálhatjuk a már megszokott "gesture"-öket. 
 
9.g Virtuális eszköz  
10. Fejlesztői környezet 
e) Programnyelv 
Az implementáláshoz a választott programnyelv a java. Azért esett erre a 
választás, mert a szerver és a kliens(Android) is megvalósítható benne.  
Erősen típusos és minden eszközön tud futni, ami képes java-t futtatni. 
Továbbá világszerte közismert, ezért rengeteg segítség található az interneten, 





A fordításhoz szükséges egy 8-as java-t támogató fordító, ami lehet az Oracle 
által karbantartott(javasolt) vagy az OpenJDK névre hallgató szoftver.  
A szerver és a kliens is a projekt elkészítésére gradle-t használ. A gradle arra 
szolgál, hogy a benne definiált “task”-ok lehetővé teszik a fordítás 
automatizálását.  
A projekt tartalmazni fog gradle wrappert, így nem szükséges új külső program 
telepítése. 
g) Fejlesztői környezet 
A szerver fejlesztésére az IntelliJ IDEA fejlesztő környezetre esett a választás, 
míg az androidos klienshez Android Studio-t használunk, ami alapvetően egy 
IntelliJ IDEA kicsit kiegészítve a Google által, ezért az alap IntelliJ IDEA is 
használható ilyen célra, pár kiegészítő telepítésével. 
11. Megoldási terv 
h) Használati esetek 
 




A program biztosítson lehetőséget a felhasználónak regisztrációra és 
belépésre. Belépés után képes legyen kilistázni a chatpartnereit, az embereket 
akikkel találkozhatott. Legyen lehetősége módosítani a profilját, profilképet és 
képeket feltölteni. 













id: A tábla elsődleges azonosítója (primary key), ebből következően nem lehet 
NULL érték. Az adatbázis-kezelő automatikusan generálja az értékét. (BIGINT) 
date_created: Minden tábla rendelkezik egy date_created oszloppal, ami azt 
mutatja meg, hogy az adott rekordot mikor mentették el a táblában. (DATE 
TIME) 
latitude: A szélességi koordinátája a helyzetünknek. (DOUBLE) 
longitude: A hosszúsági koordinátája a helyzetünknek. (DOUBLE) 
Locationprofile: 
id: A tábla elsődleges azonosítója (primary key), ebből következően nem lehet 
NULL érték. Az adatbázis-kezelő automatikusan generálja az értékét. (BIGINT) 
date_created: Minden tábla rendelkezik egy date_created oszloppal, ami azt 
mutatja meg, hogy az adott rekordot mikor mentették el a táblában. (DATE 
TIME) 
profile_id: FOREIGN KEY, ami a Locationprofile táblát a Profile táblával köti 
össze. (BIGINT) 
Locationprofile_last_locations: 
Kapcsolótábla, két FOREIGN KEY tartozik hozzá. (BIGINT) 
location_profile_id ami a Location táblát összeköti a Locationprofile táblával. 
last_locations_id ami több Location-t kapcsol hozzá egy Profile-hoz. (BIGINT) 
Message: 
id:  A tábla elsődleges azonosítója (primary key), ebből következően nem lehet 
NULL érték. Az adatbázis-kezelő automatikusan generálja az értékét. (BIGINT) 
date_created: Minden tábla rendelkezik egy date_created oszloppal, ami azt 
mutatja meg, hogy az adott rekordot mikor mentették el a táblában. (DATE 
TIME) 
addresse_id: A címzett profile_id, de nincs rá FOREIGN KEY, mert nem fontos, 
hogy megőrizze helyesen az adatot. (BIGINT) 
message: Maga az üzenet. (VARCHAR) 
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sender: A küldő profile_id, de nincs rá FOREIGN KEY, mert nem fontos, hogy 
megőrizze helyesen az adatot. (BIGINT) 
Muser: 
id:  A tábla elsődleges azonosítója (primary key), ebből következően nem lehet 
NULL érték. Az adatbázis-kezelő automatikusan generálja az értékét. (BIGINT) 
date_created: Minden tábla rendelkezik egy date_created oszloppal, ami azt 
mutatja meg, hogy az adott rekordot mikor mentették el a táblában. (DATE 
TIME) 
enabled: A felhasználó beléphet-e.(BIT) 
name: A felhasználó nevét tartalmazza. (VARCHAR) 
password: A felhasználó jelszavát tartalmazza. (VARCHAR) 
username: A felhasználó felhasználónevét tartalmazza.(VARCHAR) 
Muser_profile_connection: 
id:  A tábla elsődleges azonosítója (primary key), ebből következően nem lehet 
NULL érték. Az adatbázis-kezelő automatikusan generálja az értékét. (BIGINT) 
date_created: Minden tábla rendelkezik egy date_created oszloppal, ami azt 
mutatja meg, hogy az adott rekordot mikor mentették el a táblában. (DATE 
TIME) 
profile_id: Az Muser_profile_connection táblát összeköti a Profile táblával 
(BIGINT) 
user_id: Az Muser_profile_connection táblát összeköti a Muser táblával 
(BIGINT) 
Profile: 
id:  A tábla elsődleges azonosítója (primary key), ebből következően nem lehet 
NULL érték. Az adatbázis-kezelő automatikusan generálja az értékét. (BIGINT) 
date_created: Minden tábla rendelkezik egy date_created oszloppal, ami azt 
mutatja meg, hogy az adott rekordot mikor mentették el a táblában. (DATE 
TIME) 
age: A felhasználó korát tartalmazza. (INT) 
bio: A felhasználó bemutatkozását tartalmazza. (VARCHAR) 
25 
 
latitude: A szélességi koordinátája a helyzetünknek. (DOUBLE) 
longitude: A hosszúsági koordinátája a helyzetünknek. (DOUBLE) 
main_picture: A felhasználó profilképét tartalmazza. (LONGBLOB) 
name: A felhasználó nevét tartalmazza. (VARCHAR) 
Profile_picture_connection: 
id:  A tábla elsődleges azonosítója (primary key), ebből következően nem lehet 
NULL érték. Az adatbázis-kezelő automatikusan generálja az értékét. (BIGINT) 
date_created: Minden tábla rendelkezik egy date_created oszloppal, ami azt 
mutatja meg, hogy az adott rekordot mikor mentették el a táblában. (DATE 
TIME) 
picture: A felhasználó képeit tartalmazza. (LONGBLOB) 
profile_id: A Profile_picture_connection táblát összekapcsolja a Profile táblával. 
(BIGINT) 
User_chat_accepted: 
id:  A tábla elsődleges azonosítója (primary key), ebből következően nem lehet 
NULL érték. Az adatbázis-kezelő automatikusan generálja az értékét. (BIGINT) 
date_created: Minden tábla rendelkezik egy date_created oszloppal, ami azt 
mutatja meg, hogy az adott rekordot mikor mentették el a táblában. (DATE 
TIME) 
profile1status: Chatben az egyik fél státusza, amely lehet: elfogadásra vár, 
elfogadott, elutasított. (VARCHAR) 
profile2status: Chatben a másik fél státusza, amely lehet: elfogadásra vár, 
elfogadott, elutasított.  (VARCHAR) 
profile1_id: Chatben az egyik fél azonosítója. (BIGINT) 




12. A program fontosabb metódusainak implementációi 
k) Web szerver 
Használt “3rd party library”-k 
 Lombok https://projectlombok.org/ 2017.12.07 
 Spring Boot https://projects.spring.io/spring-boot/ 2017.12.07 
 Spring Security https://projects.spring.io/spring-security/ 2017.12.07 
 Java MySQL Connector https://dev.mysql.com/downloads/connector/j/ 
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Fontosabb osztályok és metódus implementációk 
ChatRestController 
 
@RequestMapping(value = "/getChatPartners/{id}", method = RequestMethod.GET) 
@ResponseBody 
public ResponseEntity<List<Profile>> getChatPartners(@PathVariable("id") Long id) { 
    List<UserChatAccepted> datas = userChatAcceptedRepository.getChatPartnersForProfileId(id); 
    List<Profile> result = new ArrayList<>(); 
    for (UserChatAccepted data : datas) { 
        if (data.getProfile1().getId().equals(id)) { 
            result.add(data.getProfile2()); 
        } else { 
            result.add(data.getProfile1()); 
        } 
    } 
    return result.isEmpty() ? new ResponseEntity<>(HttpStatus.NO_CONTENT) : new 
ResponseEntity<>(result, HttpStatus.OK); 
} 
Az adott felhasználónak a chatpartnereit adja vissza, azok közül, akik 
elfogadták a kapcsolatot. 
Bemeneti paraméter: Long id  (kinek a chat partnereit kérjük vissza.) 
Kimeneti paraméter: Profile-ok listája. 
 
@RequestMapping(value = "/chat/accept/{id}", method = RequestMethod.GET) 
public boolean confirmChat(@RequestHeader("Authorization") String authorization, 
@PathVariable("id") Long id) { 
    String user = getUser(authorization); 
    Profile user1 = mUserProfileConnectionRepository.findByUsername(user); 
    Profile user2 = profileRepository.findOne(id); 
    if (user1 == null || user2 == null) { 
        return false; 
    } 
    if (userChatAcceptedRepository.exists(user1, user2) == 0) { 
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       userChatAcceptedRepository.save(new UserChatAccepted(user1, user2, ChatStatus.A, 
ChatStatus.W)); 
        return true; 
    } else if (userChatAcceptedRepository.exists(user1, user2) != 0) { 
        UserChatAccepted uca = userChatAcceptedRepository.findByUsers(user1, user2); 
        switchChatStatus(uca, user1, ChatStatus.A); 
        userChatAcceptedRepository.save(uca); 
        return true; 
    } 
    return false; 
} 
Két chatpartner közötti kommunikációért felel, olyan értelemben, hogy 
megvalósítja azt, hogy a megadott személy elfogadta-e a kapcsolatot. 
Bemeneti paraméter: String authorization (az aktuális belépett felhasználó), 
Long id  (a másik személy akivel ellenőrizzük a kapcsolatot). 
Kimeneti paraméter: boolean változó, amely igazat ad vissza, ha a sikerült az 
elfogadás. 
 
@RequestMapping(value = "/chat/history", method = RequestMethod.GET) 
public List<Message> getMessagesForProfile(@RequestHeader("Authorization") String authorization) 
{ 
    Profile profile = mUserProfileConnectionRepository.findByUsername(getUser(authorization)); 
    List<com.keepmeintouch.keepmeintouch.entities.Message> messages = 
messageRepository.findByProfileId(profile.getId()); 
    if (messages != null && !messages.isEmpty()) { 
        return messages.stream().map(message -> new Message(message.getAddresseId(), 
message.getSender(), message.getMessage())).collect(Collectors.toList()); 
    } 
    return new ArrayList<>(); 
} 
Az eddigi chat beszélgetés adatait lekérdező metódus. 
Bemeneti paraméter: String authorization (a z aktuális belépett felhasználó). 
Kimeneti paraméter: Message-ek listája. 
 
    @RequestMapping(value = "/chat/decline/{id}", method = RequestMethod.GET) 
    public boolean declineChat(@RequestHeader("Authorization") String authorization, 
@PathVariable("id") Long id) { 
        String user = getUser(authorization); 
        Profile user1 = mUserProfileConnectionRepository.findByUsername(user); 
        Profile user2 = profileRepository.findOne(id); 
        if (user1 == null || user2 == null) { 
            return false; 
        } 
        if (userChatAcceptedRepository.exists(user1, user2) != 0) { 
            UserChatAccepted uca = userChatAcceptedRepository.findByUsers(user1, user2); 
            switchChatStatus(uca, user1, ChatStatus.D); 
            userChatAcceptedRepository.save(uca); 
            return true; 
        } 
        return false;}} 
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Két chatpartner közötti kommunikációért felel, olyan értelemben, hogy 
megvalósítja azt, hogy a megadott személy elutasította-e a kapcsolatot. 
Bemeneti paraméter: String authorization (az aktuális belépett felhasználó), 
Long id  (a másik személy akivel ellenőrizzük a kapcsolatot). 





@RequestMapping(value = "/updateLocationInfoForUser", method = 
RequestMethod.POST) 
@ResponseBody 
public ResponseEntity<String> updateLocationInfoForUser(HttpEntity<String> request) { 
    Profile profile = 
mUserProfileConnectionRepository.findByUsername(restfulController.getUser(request.getHeaders().
get("authorization").get(0))); 
    LocationProfile found = locationProfileRepository.findByProfile(profile); 
    String jsonString = request.getBody().replace("\\", "").substring(13); 
    jsonString = jsonString.substring(0, jsonString.length() - 2); 
    List<Location> locations = Utils.deserialiseLocationUpdate(jsonString); 
    if (locations == null) { 
        return new ResponseEntity<>("Hiba a helyzetjelentés feldolgozása során!", 
HttpStatus.NOT_ACCEPTABLE); 
    } 
    locationRepository.save(locations); 
    if (found == null) { 
        LocationProfile locationMuser = new LocationProfile(profile, locations); 
        locationProfileRepository.save(locationMuser); 
    } else { 
        found.setLastLocations(locations); 
        locationProfileRepository.save(found); 
    } 
    return new ResponseEntity<>("Sikeres feldolgozás!", HttpStatus.OK); 
} 
A helyzetjelentések feldolgozása, frissíti a felhasználók helyadatait.  
Bemeneti paraméter: Http request 
Kimeneti paraméter: A feldolgozás státusza (sikeres/sikertelen) 
 
        List<Profile> metWith = new ArrayList<>(); 
        if (profile != null) { 
            LocationProfile lm = locationProfileRepository.findByProfile(profile); 
            List<Location> lastLocations = lm.getLastLocations(); 
            if (lastLocations != null) { 
                List<LocationProfile> allExceptMe = 
locationProfileRepository.findAllExceptMe(profile.getId()); 
                for (LocationProfile others : allExceptMe) { 
                    others: 
                    for (int i = 0; i < others.getLastLocations().size() - 1; i++) { 
                        for (int j = 0; j < lastLocations.size() - 1; j++) { 
                            if (checkIfCrossedPath(others.getLastLocations().get(i), 
                                    others.getLastLocations().get(i + 1), 
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                                    lastLocations.get(j), 
                                    lastLocations.get(j + 1))) { 
                                metWith.add(others.getProfile()); 
                                break others; 
                            } 
                        } 
                    } 
                } 
            } 
 
Megkeresi az aktuális felhasználóhoz azon másik felhasználókat,akikkel a 
legutolsó eltárolt helymeghatározási adatok alapján találkozhatott. 
Bemeneti paraméter: az aktuális felhasználó. 





@RequestMapping(value = "/getPeopleNearby", method = RequestMethod.POST) 
@ResponseBody 
public ResponseEntity<List<Profile>> getPeopleNearby(HttpEntity<String> request) { 
    try { 
        String user = getUser(request.getHeaders().get("authorization").get(0)); 
        Profile profile = mUserProfileConnectionRepository.findByUsername(user); 
        String[] body = request.getBody().split(","); 
        String longi = body[1].split(":")[1]; 
        String searchD = body[2].split(":")[1]; 
        Double latitude = Double.valueOf(body[0].split(":")[1]); 
        Double longitude = Double.valueOf(longi.substring(0, longi.length())); 
        Double searchDistance = Double.valueOf(searchD.substring(0, searchD.length() - 1)); 
        Double minLatitude = latitude - searchDistance; 
        Double maxLatitude = latitude + searchDistance; 
        Double minLongitude = longitude - searchDistance; 
        Double maxLongitude = longitude + searchDistance; 
        return new 
ResponseEntity<>(profileRepository.findPeopleNearby(profile.getId(),minLatitude, maxLatitude, 
minLongitude, maxLongitude), HttpStatus.OK); 
    } catch (IndexOutOfBoundsException ex) { 
        ex.printStackTrace(); 
    } 
    return new ResponseEntity<>(HttpStatus.NO_CONTENT); 
} 
A bejelentkezett felhasználók közelében levő személyeket keresi meg. 
Bemeneti paraméter: http request 






de}/{longitude}"}, method = RequestMethod.POST) 
public Profile updateProfile(@RequestHeader("Authorization") String authorization, 
@PathVariable(value = "name") String name,@PathVariable(value = "age", required = false) String 
ageTmp, @PathVariable(value = "bio", required = false) String bio, @PathVariable(value = "latitude", 
required = false) Double latitude, @PathVariable(value = "longitude", required = false) Double 
longitude) { 
    String user = getUser(authorization); 
    Profile profile = mUserProfileConnectionRepository.findByUsername(user); 
    try { 
        if (ageTmp != null) { 
            profile.setAge(Integer.parseInt(ageTmp)); 
        } 
    } catch (NumberFormatException ignored) { 
    } 
    if(name != null && !name.isEmpty()){ 
        profile.setName(name); 
    } 
    if (bio != null) { 
        profile.setBio(bio); 
    } 
    if (latitude != null) { 
        profile.setLatitude(latitude); 
    } 
    if (longitude != null) { 
        profile.setLongitude(longitude); 
    } 
    return profileRepository.save(profile); 
} 
A bejelentkezett felhasználó profilját frissíti a megadott adatokkal. 
Bemeneti paraméter: bejelentkezett felhasználó és a módosított adatai. 
Kimeneti paraméter: a személy a módosított adatokkal. 
 
@RequestMapping(value = "/uploadImage", method = RequestMethod.POST) 
public ResponseEntity<String> uploadImage(@RequestHeader("ProfilePicture") Boolean 
profilePicture, @RequestHeader("Authorization") String authorization, @RequestParam("image") 
MultipartFile image) { 
    String user = getUser(authorization); 
    MUser byUsername = userService.findByUsername(user); 
    byte[] imageBytes = null; 
    try { 
        if (image != null) { 
            imageBytes = image.getBytes(); 
        } 
    } catch (IOException e) { 
        e.printStackTrace(); 
    } 
    if (byUsername == null || imageBytes == null || image.isEmpty()) { 
        return new ResponseEntity<>("Sikertelen feltöltés!", HttpStatus.NOT_ACCEPTABLE); 
    } 
    Profile correspondingProfile = 
mUserProfileConnectionRepository.getCorrespondingProfile(byUsername); 
    if (profilePicture) { 
        correspondingProfile.setMainPicture(imageBytes); 
        profileRepository.save(correspondingProfile); 
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    } else { 
        ProfilePicturesConnection profilePicturesConnection = new ProfilePicturesConnection(); 
        profilePicturesConnection.setProfile(correspondingProfile); 
        profilePicturesConnection.setPicture(imageBytes); 
        profilePicturesConnectionRepository.save(profilePicturesConnection); 
    } 
    return new ResponseEntity<>("Sikeres feltöltés!", HttpStatus.OK); 
} 
A képfeltöltést valósítja meg, mind a profilkép mind a többi kép feltöltését. 
Bemeneti paraméter: Boolean változó (attól függően, hogy profilképet vagy 
másodlagos képeket szeretne), bejelentkezett felhasználó, feltölteni kívánt kép. 
Kimeneti paraméter: A feltöltés státusza (sikeres vagy sikertelen). 
 
@RequestMapping(value = "/public/getImagesForProfile/{username}", method = 
RequestMethod.GET) 
public List<Long> getImageIdsForProfile(@PathVariable("username") String username) { 
    if (username != null) { 
        MUser byUsername = userService.findByUsername(username); 
        if (byUsername != null) { 
            Profile correspondingProfile = 
mUserProfileConnectionRepository.getCorrespondingProfile(byUsername); 
            return profilePicturesConnectionRepository. 
                    
findByProfileId(correspondingProfile.getId()).stream().map(AuditSuperclass::getId).collect(Collectors.to
List()); 
        } 
    } 
    return new ArrayList<>(); 
} 
Megkeresi az adott személynek a másodlagos képeit. 
Bemeneti paraméter: Az aktuális felhasználó. 
Kimeneti paraméter: Long lista a másodlagos képekről. 
@RequestMapping(value = "/public/getProfilePictureForProfile/{username}", 
method = RequestMethod.GET) 
public ResponseEntity<byte[]> getProfilePictureForProfile(@PathVariable("username") String 
username) { 
    if (username != null) { 
        MUser byUsername = userService.findByUsername(username); 
        if (byUsername != null) { 
            Profile correspondingProfile = 
mUserProfileConnectionRepository.getCorrespondingProfile(byUsername); 
            if (correspondingProfile != null && correspondingProfile.getMainPicture() != null) { 
                HttpHeaders headers = new HttpHeaders(); 
                headers.setContentType(MediaType.IMAGE_JPEG); 
                return new ResponseEntity<byte[]>(correspondingProfile.getMainPicture(), 
headers, HttpStatus.OK); 
            } 
        } 
    } 




Az aktuális személy profilképét kérdezi le. 
Bemeneti paraméter: Az aktuális személy. 
Kimeneti paraméter: A profilkép byte-beli reprezentációját. 
 
@RequestMapping(value = "/public/getImage/{id}", method = RequestMethod.GET) 
@ResponseBody 
public ResponseEntity<byte[]> getImage(@PathVariable("id") Long id) { 
    if (id != null) { 
        ProfilePicturesConnection ppc = profilePicturesConnectionRepository.findOne(id); 
        if (ppc != null) { 
            HttpHeaders headers = new HttpHeaders(); 
            headers.setContentType(MediaType.IMAGE_JPEG); 
            return new ResponseEntity<byte[]>(ppc.getPicture(), headers, HttpStatus.OK); 
        } 
    } 
    return new ResponseEntity<>(HttpStatus.NO_CONTENT); 
} 
Az adott id-val rendelkező képet adja vissza. 
Bemeneti paraméter: A kép id-ja 
Kimeneti paraméter: A kép byte-beli reprezentációját. 
 
@RequestMapping(value = "/public/getImage/{id}", method = RequestMethod.GET) 
@ResponseBody 
public ResponseEntity<byte[]> getImage(@PathVariable("id") Long id) { 
    if (id != null) { 
        ProfilePicturesConnection ppc = profilePicturesConnectionRepository.findOne(id); 
        if (ppc != null) { 
            HttpHeaders headers = new HttpHeaders(); 
            headers.setContentType(MediaType.IMAGE_JPEG); 
            return new ResponseEntity<byte[]>(ppc.getPicture(), headers, HttpStatus.OK); 
        } 
    } 




@RequestMapping(value = "/public/registerUser", method = 
RequestMethod.POST) 
public Profile register(HttpEntity<String> request) { 
    String jsonString = request.getBody().replaceAll("\n", ""); 
    MUser registered = userService.register(Utils.deserialiseUser(jsonString)); 
    if (registered != null) { 
        return mUserProfileConnectionRepository.getCorrespondingProfile(registered); 
    } 
    return null; 
} 
Az alkalmazásbeli regisztrációt valósítja meg. 
Bemeneti paraméter: http request 




@RequestMapping(value = "/public/login", method = RequestMethod.POST) 
public Profile login(@RequestBody String username) { 
    if (username == null) { 
        return null; 
    } 
    username = username.replace("\"", "").replace("{", "").replace("}", "").split(":")[1]; 
    return mUserProfileConnectionRepository.findByUsername(username); 
} 
A bejelentkezést valósítja meg az alkalmazásba. 
Bemeneti paraméter: A bejelentkezni kívánt felhasználó neve 
Kimeneti paraméter: Az aktuális felhasználó 
l) Android 
Használt “3rd party library”-k 
 Apache Commons IO https://commons.apache.org/proper/commons-io/ 
2017.12.07 
 OkHTTP http://square.github.io/okhttp/ 2017.12.07 
 Picasso http://square.github.io/picasso/ 2017.12.07 
 FasterXML/Jackson https://github.com/FasterXML/jackson 2017.12.07 
 JUnit http://junit.org/junit4/ 2017.12.07 
Fontosabb osztályok és metódus implementációk 
ChatFragment 
Listázza azokat az embereket, akik elfogadták, hogy szeretnének velünk 
chatelni. A fragment egy egyedi ListView-t tartalmaz.  
Ehhez szükséges egy osztályt létrehozni (ListProfileAdapter.java), ami a 
BaseAdapter absztrakt osztályból származik és megvalósítani a szükséges 
metódusokat.  
Minden elem rendelkezik egy listenerrel, ami a kattintást észleli, és megnyitja a 




public void getChatPartners(Long id, final NetworkCallback callback) { 
    final Request request = new Request.Builder().url(baseUrl + "/getChatPartners/" + 
id).header("Authorization", credential).build(); 
    new AsyncTask<String, Void, Boolean>() { 
        @Override 
        protected Boolean doInBackground(String... strings) { 
            try (Response response = client.newCall(request).execute()) { 
                callback.onResult(response.body().string()); 
                return true; 
            } catch (IOException e) { 
                e.printStackTrace(); 
            } 
            return false; 
        } 
    }.execute(); 
} 
Bemeneti paraméter: A címzett Profile id-ja 
Kimeneti paraméter: nincs 
A hívás egy háttérszálon történik, mert nem célszerű a fő szálat blokkolni, addig 
amíg a szerver nem válaszol. 
listView.setAdapter(new ChatSelectorAdapter(profiles, getActivity())); 
listView.setOnItemClickListener(new AdapterView.OnItemClickListener() { 
    @Override 
    public void onItemClick(AdapterView<?> adapterView, View view, int i, long l) { 
        Profile selected = (Profile) adapterView.getItemAtPosition(i); 
        if (selected != null && selected.getId() != null) { 
            ((MainActivity) getActivity()).openMessengerWindow(selected); 
        } 
    } 
}); 
Amikor a válasz megérkezett, akkor betöltjük a válaszként kapott profilokat, és 
ha rákattintunk egyre, akkor megnyitjuk a megfelelő MessengerFragmentet. 
CrossedPathWithFragment 
Listázza azokat a profilokat, akikkel a legutolsó mentett útvonalunk mentén 
találkozhattunk. Az algoritmus, ami a szerveren történik, összeköti a mentett 




if (result != null) { 
    final List<Profile> profiles = Session.deserializeProfiles(result); 
    if (profiles != null) { 
        getActivity().runOnUiThread(new Runnable() { 
            @Override 
            public void run() { 
                profilesList.setAdapter(new ListProfileAdapter(profiles, getActivity())); 
            } 
        }); 
    } 
} 
A szervertől kapott válasz feldolgozása után, betölti az adatokat a ListView-ba. 
Fontos, hogy androidon csak az a szál módosíthatja a grafikus elemet, amelyik 
létrehozta azt. 
MessengerFragment 
Egy adott személlyel tudunk chatelni, megjeleníti a volt beszélgetéseinket. 
new Thread(new Runnable() { 
    @Override 
    public void run() { 
        long myId = Session.getNetworkHandler().getMe().getId(); 
        for (rckz.keepmeintouch.database.Message x : 
Session.getDatabase().messageDao().getMessagesForProfile(id, myId)) { 
            
messagesString.append(System.getProperty("line.separator")).append(x.getSenderProfileId() == 
myId ? "Én: "+x.getMessage() : getArguments().get("name")+": " + x.getMessage()); 
        } 
        getActivity().runOnUiThread(new Runnable() { 
            @Override 
            public void run() { 
                messages.setText(messagesString.toString()); 
            } 
        }); 
    } 
}).start(); 
 
Amikor megnyílik az ablak, akkor betölti az eltárolt üzenetek közül, azokat, 
amelyeket az adott személy küldött nekünk.  
Az adatbázis elérése egy külön szálon történik, hogy biztosítsuk a felület 










Profilképre kattintva egy Intent-et küldünk a rendszer felé, hogy képeket 
szeretnénk kilistázni, majd az Android felkínálja a lehetséges képnézegetőket. 
Ezután, ha a választott applikációval kiválaszt egy képet a felhasználó, 
kezeljük.  
@Override 
public void onActivityResult(int requestCode, int resultCode, Intent data) { 
    byte[] file = null; 
    if (data != null && data.getData() != null) { 
        try { 
            file = 
IOUtils.toByteArray(getActivity().getContentResolver().openInputStream(data.getData())); 
        } catch (IOException e) { 
            e.printStackTrace(); 
        } 
Betöltjük a képet egy byte tömbbe, majd ezt továbbítjuk a szerver felé. 
Session 
Ez az osztály tartalmazza azokat az adatokat, ami az adott felhasználóhoz 
kapcsolódnak (munkamenet). Ilyen például a felhasználó profilja. 
setDataBase(Context applicationContext) 
Az adatbázist inicializálja úgy, hogy letölti a szerverről az eddigi üzeneteket, 
ezután menti ezeket az üzeneteket, kivéve, ha már jelen volt az adott üzenet 
adatbázisban. 
SyncWithServerIfItsTime() 






Tartalmazza a hálózaton való kommunikációhoz szükséges adatokat, mint 
például a belépési azonosító és a szerver címe.  
Továbbá az applikáció csak ezen osztály metódusain keresztül végzik a 
szerverrel való kommunikációt.  
Az osztály le van származtatva a WebSocketListener-ből és megvalósítja a 
szükséges metódusokat, amik kellenek, hogy az applikáció websocketen 
keresztül tudjon kommunikálni a szerverrel. 
13. Tesztelés 
m) Android 
Az androidos applikáció tesztelésére a Google által ajánlott és kiadott tesztelői 
keretrendszert használjuk, nevezetesen az Espresso-t.  
Ez a keretrendszer alkalmas arra, hogy fejlesztés során folyamatosan tudjuk 
tesztelni az alkalmazás működését teljeskörűen, de mivel ehhez szükséges egy 
android emulátor és/vagy egy konkrét fizikai eszköz nem biztos, hogy célszerű 
a TDD (Test Driven Development) elvek betartására alkalmazni.  
Az Espresso “library” csak akkor töltődik be, ha nem “production” kódot 
fordítunk. A teszt ideje alatt az applikáció úgy kap inputot, mintha azt egy ember 
adná. 








Elég megadnunk, hogy melyik komponensen milyen műveletet hajtson végre, 
ezután pedig ellenőrizzük az eredményt.  
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A fenti kód az applikációba való belépést ellenőrzi. Beírja a felhasználónevet, 
jelszót, majd klikkelést szimulál, és megnézi, hogy felugró szövegben 
megjelent-e a kívánt eredmény. 
Az alkalmazás erőforrásigényét tudjuk mérni az Android Studio-ba beépített 
“Android Profiler”-rel. Szükséges, hogy az alkalmazás a lehető legkevesebb 
erőforrást foglalja, hiszen egy telefonon nagyon “drága” a processzoridő és a 
memória. Fontos, hogy az akkumulátort se terheljük fölöslegesen. 
13.a Erőforrásigény mérése 
Megfontolandó továbbá, hogyha tovább szeretnénk fejleszteni az applikációt, és 
szeretnénk betartani a TDD (Test Driven Development) elveit, akkor az 
Espresso helyett a Robolectric nevezetű keretrendszert alkalmazzuk, amihez 
nincs szükség valódi futó eszközre, így gyorsabb a teszt lefutása. 
n) Web szerver 
A Spring nagy előnyei közé tartozik a “dependency injection” (Inversion of 
Control megvalósítása), amivel könnyebbé tehetjük a tesztelést, hiszen csak 
“beszúrjuk” a kívánt dependenciát és a Spring megkeresi nekünk. 
Mindemellett a valós dependenciák helyett, “mock”-olhatjuk is őket, ami annyit 
jelent, hogy az objektum úgy viselkedik, mintha az eredeti lenne. Ezek az 
objektumot egy konténerben tárolódnak (ApplicationContext) és itt keresi meg a 
Spring keretrendszer az éppen megfelelő objektumot.  
Ahhoz, hogy egy tesztet érzékeljen és lefuttasson a Spring, el kell látnunk az 





Példa egy tesztelő metódusra 
@Test 
public void registerExistingUsername(){ 
    MUser ismetlodo1 = userService.register(new MUser("ismetlodo", "Nev", "pw", 
true)); 
    MUser ismetlodo2 = userService.register(new MUser("ismetlodo", "Nev", "pw", 
true)); 
    Assert.assertNotNull(ismetlodo1); 
    Assert.assertNull("A felhasználónév nem egyedi!",ismetlodo2); 
} 
A teszt ellenőrzi, hogy a userService enged-e ugyanolyan felhasználónévvel 
regisztrálni két felhasználót.  
Létrehoz egy felhasználót, majd egy másikat ugyanolyan felhasználónévvel, 
majd ellenőrzi, hogy az első létrejött-e, ha igen, a másodiknak nem szabad, és 
az assertNull nevű metódus ellenőrzi, hogy NullPointer-t kapott-e.  
A tesztek lefutása után, a teszt alatt keletkezett adatok elvesznek, így nem kell 
félnünk, hogy teleszemeteljük például az adatbázist. 
Az egyszerű service metódusok mellett lehetőségünk van nagyobb teszteket 




public void integrityTest() { 
    mockMvc = 
MockMvcBuilders.webAppContextSetup(webApplicationContext).build(); 
    byte[] imageInByte = null; 
    try { 
        BufferedImage image = ImageIO.read(new 
File("src/main/resources/static/images/kep.jpg")); 
        ByteArrayOutputStream baos = new ByteArrayOutputStream(); 
        ImageIO.write(image, "jpg", baos); 
        baos.flush(); 
        imageInByte = baos.toByteArray(); 
        baos.close(); 
    } catch (IOException e) { 
        System.err.println("Nem található kép!"); 
        e.printStackTrace(); 
        return; 
    } 
    MockMultipartFile image = new MockMultipartFile("image", imageInByte); 
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    try { 





        
this.mockMvc.perform(MockMvcRequestBuilders.get("/public/getProfilePictureForProf
ile/admin").header("Authorization", KeepMeInTouchApplicationTests.authorization)) 
                .andExpect(MockMvcResultMatchers.status().isOk()); 




                .andExpect(MockMvcResultMatchers.jsonPath("$.longitude", 
CoreMatchers.is(Double.valueOf("-37.0")))) 
                .andExpect(MockMvcResultMatchers.jsonPath("$.latitude", 
CoreMatchers.is(Double.valueOf("120.0")))) 
                .andExpect(MockMvcResultMatchers.jsonPath("$.bio", 
CoreMatchers.is("bemutatkozas"))) 
                .andExpect(MockMvcResultMatchers.jsonPath("$.name", 
CoreMatchers.is("ezaneve"))) 
                .andExpect(MockMvcResultMatchers.jsonPath("$.age", 
CoreMatchers.is(Integer.parseInt("20")))); 




                .andExpect(MockMvcResultMatchers.jsonPath("$.longitude", 
CoreMatchers.is(Double.valueOf("-37.0")))) 
                .andExpect(MockMvcResultMatchers.jsonPath("$.latitude", 
CoreMatchers.is(Double.valueOf("120.0")))) 
                .andExpect(MockMvcResultMatchers.jsonPath("$.bio", 
CoreMatchers.is("bemutatkozas"))) 
                .andExpect(MockMvcResultMatchers.jsonPath("$.name", 
CoreMatchers.is("ezaneve2"))) 
                .andExpect(MockMvcResultMatchers.jsonPath("$.age", 
CoreMatchers.is(Integer.parseInt("21")))); 





                .andExpect(MockMvcResultMatchers.status().isOk()); 
    } catch (Exception e) { 
        e.printStackTrace(); 




A REST szolgáltatások tesztelésekor szükségünk van egy “mock”-olt 
objektumra, ami a szerver kontextusát használja és képes meghívni a szerver 
szolgáltatásait.  
A fenti teszt betölt egy képet a fájlrendszerről, majd feltölti az “admin” 
felhasználónevű felhasználó profilképének.  
Ezután ellenőrzi ennek a képnek a meglétét. Majd beállítja az admin és admin2 
felhasználónévvel rendelkező felhasználónak a személyes adatait, majd 
ellenőrzi, hogy a két felhasználó “látják-e” egymást, ha igen, akkor a teszt 
sikeres volt. 
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