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Introduction
The current Internet is mainly based on statically designed, predefined and monolithic communications protocols, such as TCP [1] . These protocols are implemented following the procedural programming principles, which make them indecomposable entities. They comprise a set of functionalities used whatever the applications requirements and infrastructures constraints are. This static combination of functionalities may not be suitable for certain applications and does not suit some infrastructures or technologies. This is emphasized by the spectacular evolution of business and users needs. TCP [1] , IP [2] and UDP [3] protocols are examples of these schemes. These latter protocols are stifling of operational flexibility resulting in a system performance decrease. This handicap has prompted researchers to add patches to protocols in each layer of the OSI model. These solutions are basically short-term ones and make the system more complex, cumbersome and resistant to evolution.
For these reasons, a new research direction was born into the world of communications in the last few years. The architectures covered by this new trend, called Post-IP, seek to fill the architectural and protocol limits of current communication systems. Particularly, we are witnessing the birth of the stratum concept [4] within the scope of the 4WARD European project [5] . This concept defines the overall direction and architectural aspects of the Future Internet.
In the same context, we define in this paper a new generic protocol model designed for the Future Internet. Our model allows a high degree of flexibility in the design and implementation of communication protocols as well as an ability to meet the changing needs of applications and technologies innovations. Indeed, based on our approach, each protocol instantiation is done dynamically and on-demand using a composition process. This process allows the selection and composition of functionalities in order to get any required protocol. In order to achieve these requirements, we opt for the Service Oriented Architecture (SOA) approach as an implementation technique of our model. Indeed, the SOA paradigm provides a set of concepts and tools to develop and implement scalable, evolvable and easily manageable systems [6] [7] . In addition, to highlight the benefits of our proposed model, we present a SOA-based reference architecture for the Nth stratum framework defined within the scope of the 4WARD European Project.
The reminder of this paper is organized as follows. Section 2 discusses the related works. In section 3, we present our proposed generic protocol model through which the functional decomposition of the TCP/IP protocol stack is highlighted. Section 4 presents the proposed service oriented approach to implement protocols of the future and proposes a reference architecture for the Nth stratum framework. Finally, section 5 contains our concluding remarks and future work. mechanisms independently. They split the TCP protocol into three parts, namely data transmission, congestion control and error detection/recovery. Although this design is performed for performance evaluation and it is not necessarily suitable for real data transfer in the network. In addition, it does not take into account all protocol features such as addressing techniques diversity and the Protocol Data Units (PDU) format for example.
Authors in [9] - [11] propose a new protocol architectures for the communications systems called SILO (Services Integration, controL and Optimization for the Future Internet). This architecture, whose basic entity is a service, defines protocols as a composition of fine granular services that performs a set of functionalities such as the end-to-end flow control, error detection and retransmission. In [9] , the SILO architecture focuses on the re-organization of current protocols related functionalities in order to reach the aimed goals as flexibility or enhanced communication system control. It consists of a set of services implemented by different methods, composed together regarding the applications requirements and stacked vertically within SILO in conformance to predefined precedence policies. However, this architecture does not take into account some protocols aspects such as the data unit structure, addressing techniques and their relationship with protocols.
A non-layered protocols architecture, avoiding encapsulation, is defined in [12] . In this architecture, called Role-based Architecture (RBA), protocols are replaced with roles executed when needed in an order that avoids conflicts. These roles define the header structure and content at runtime which require additional information to specify the concerned role. However, this architecture did not focus on the roles composition and restrict the addressing technique for data transmission.
Authors in [13] propose the x-kernel architecture for the composition of current protocols in object-oriented way, within the kernel operating system. This architecture consists of a reorganization of interactions between existing protocols such that IP, UDP and TCP, via the definition of a set of primitives for the management sessions for example. It is based on a prior definition of relations between the protocols at the time the kernel is configured. Mainly, it focuses on the composition of existing protocols as they are defined, rather than constructing protocols according to the user application requirements and the underlying resources availabilities and constraints. This architecture can be seen as a particular case of our proposal, where we extend it by constructing protocols of predefined and atomic Building Blocks (BBs). Compared to our proposed architecture, x-kernel seems to be insufficient. Indeed, it presents a shortage in terms of protocols reconfiguration since its protocols graph is statically established at the initialization of the framework. However, in our work we aim at a real-time (at run-time) protocol instantiation and dynamic modification of protocols in order to adapt to the network and application needs changing.
In [14] , authors propose an application of the Intelligent Network to the Automatic Switched Transport Network (ASTN) use case. It consists of a middleware service plan that interfaces the user to the network infrastructure. This architecture is then used for an application-driven resources control and not for the data delivery related functionalities.
Several works in the same axis of research are proposed such as [15] , [16] and [17] . All these solutions aim to resolve the adaptability of protocols but most of them are static and are based on obsolete techniques that do not meet current and future application needs and technological evolution.
A Generic Protocol Model For The Future Internet
Being inspired from the software engineering and especially from the Object Oriented Programming, we propose a new protocol model for the Future Internet. The main idea is to define a generic protocol model that we can specify in order to get the required protocol. Before examining the principles and design of our proposed protocol model, we first present the basic functionalities that a network can offer. This functional composition of a network represents a first step towards our new protocol model in order to build new protocols integrating multiple requirements.
Network Functionality Composition
Our current definitions for functionalities and composition are based on [11] and [18] . According to [18] , we refer by Functional Block (FB), a sequence of instructions that realizes a certain functionality protocols. A simple example of a FB would be the calculation of a Checksum Redundancy Code (i.e., CRC), which belongs to the error control functionality. Other functions can be built with several FBs.
The functionalities used in a network can be part of different categories as shown in Figure 1 . Each category can obtain many different FBs and a FB can be even part of different categories at the same time.
Specifically, according to the network functionalities taxonomy shown in Figure 1 , the transmission functionality category can contain FBs such as: sending, receiving, forward-
Figure 2. New Protocol Design
ing, routing, switching, storing and processing PDUs. On the other hand, the traffic control functionality category contains for example flow control, error control, congestion control, and reordering. Flow control is responsible to control the data rate at the sender. Error control deals with errors occurring during the transmission. Congestion control reacts to the congestion experienced in the network. Reordering concerns the out-of-order transmission and puts PDUs back in order. These functionalities can be composed and integrated into a protocol according to the application requirement. For instance, if we add error control or flow control functionality to the IP protocol, we will have a network layer protocol with error control or flow control. These functionalities are not dedicated to the transport layer or any other specific layer. A typical example of a protocol using error and flow control is HDLC (High-level Data Link Control), a protocol at layer 2.
Similarly, QoS, Mobility, Security, and Naming/Addressing are main functionality categories in a communication network which are composable. Queuing discipline and admission control are parts of QoS functionality group. Handover and location management are examples of Mobility functionality group. Authentication, authorization, encryption, data integrity, and key distribution are elementary functionalities of the Security functionality group. Naming schemes and name resolution techniques are part of the Naming/Addressing functionality group. Doing so, we can design new protocols and get a desired network by composing the functionalities, or more concretely composing the FBs implementing the functionality needed.
Protocol Design By Functionality Composition
According to [18] , a protocol is composed of a set of functions that achieve the basic requirements of that protocol, whether that is error control, reading a file, flow control, two-phase commit or so on. Protocols are basically means of data exchange for a communication between nodes or systems. In order to understand each others, the concerned communication parties must agree on syntax and semantic of exchanged data units. Syntax means the data unit's structure and the fields it contains. On the other hand, semantic means the meaning of each field of the data unit. Both syntax and semantic make one protocol different from another and create a variety of network protocols. Current data units are usually composed of payload and header. The header in turn is composed by fields carrying control information such as network address, data checksum or congestion notification. Based on the header structure presented in Role-based Architecture [12] , where roles can be equivalent to functionalities in the context of our work, we propose a method to design new protocol and dynamically build the protocol header by functionality composition.
The main idea is to build a protocol skeleton based on design pattern approach to ensure the flexibility and adaptability in carrying out any control information and any desired functionality. For this reason we propose to abstract the PDU concept. Specifically, the PDU is composed by a payload and a header whatever the network architecture or protocol is. In other words, a PDU is composed by two parts, namely the control (i.e., header) and the data (i.e., payload). In our approach, we suppose that the header can implement many header types or structures according to the applications requirements. So, the header length and content can change continuously. For example, the same TCP/IP PDU, can be associated with either an IPv4 header or an IPv6 header by attributing the appropriate addressing scheme. This supposes that we decompose the functionalities of a protocol to extract the addressing technique and make it independent from any protocol. Note that the association of a PDU with an addressing technique may be done at runtime to adapt to the environment changes.
To better understand our protocol design model, let's explore Figure 2 . From this figure, a protocol implements a set of abstract functionalities and is composed by one or many FBs. The header is built based on the functionalities needed by composing the corresponding FBs, and finally associated with the corresponding payload to form the whole PDU of the protocol. The protocol also needs an addressing scheme to provide the necessary address format to send data.
The separation between the addressing scheme and the FB can provide the protocol design and header construction with a high flexibility similar to the concept of polymorphism that exists in software engineering. Many addressing schemes may be used to implement the addressing functionality and each provides an address value which can be transported by the header. When switching the address scheme, the address format and value in the header change accordingly. One could achieve this by implementing the addressing scheme as a FB Policy.
Regarding the communication related functionalities, different FBs can implement a needed functionality. The protocol specification and the header format will change accordingly to the functionality composition in order to get the required protocol.
It is worth noting that, Figure 2 represents a conceptual view of protocols and focuses especially on the relationship between different parts as of the today protocols. These different parts can be implemented using object-oriented, component-oriented or service oriented approaches. In the latter approach, FBs will be defined using web-services based SOA (i.e., service oriented architecture). This design seems to be more generic than the protocol design we have today since any protocol stacks, including the current TCP/IP stack, can be obtained using the composition of functionalities that we propose in this paper. Indeed, the functionalities composed to build the TCP protocol are the following: flow control, congestion control, error control, header and data checksum, duplication detection, loss detection, retransmission and connection management. The IP protocol on the other hand implements the functionalities of header checksum, forwarding, addressing, fragmentation/reassembly, loop detection, and some more. Note that data encryption and data authentication can be seen as additional functionalities of the IPsec protocol. The functionality composition of current TCP and IP protocols can be illustrated in Figure 3 .
From this figure, we can notice that a new version of the TCP protocol can be specified. This new version keeps
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the legacy TCP fundamental properties regarding the end-toend connection and connection-oriented aspects unchanged. However, other functionalities such as acknowledgment, ordering, flow control, congestion control, error control and retransmission will be extracted and added to the new TCP version by functionality composition using our new protocol design model, as explained above. Doing so, we get a new set of protocols, where the original TCP scheme stands out as a particular case. Likewise, a new version of UDP can also be specified by adding some functionalities such as flow control to enhance its performance. Indeed, real time applications require the use of UDP as transport protocol for its simplicity and lightness. However, the use of this protocol will suffocate the network due to the flow control shortage. This situation will be avoided using our approach. Specifically, based on our protocol model, UDP can be composed with a given flow control algorithm when real time applications are used, otherwise the corresponding FB will be not included.
More formally, Figure 4 illustrates a generic composition process, which allows the selection and composition of FBs implementing the required functionalities in order to get any required protocol. A composition entity consisting on a selection and orchestration engine, matching the requirements and constraints to suitable FBs and resolving eventual conflicts between different FBs, is defined.
Service-oriented Approach for the Implementation of the New Protocol Model
In this section, we present an implementation of our proposed generic protocol model based on the SOA paradigm. To this end, FBs that compose the protocols are defined and modeled as services. In the following, we first introduce the service composition process which consists of the services 
Service Composition Process
The service composition process is performed at bootstrapping phase as well as at run-time when application needs or the network constraints change. The Service Orchestration Engine (SOE), which is an entity of the composition process, acts as a validation module in order to validate the composed services before a real-world deployment. This is done thanks to the logical composition step called blueprint, as shown in Figure 5 . Indeed, this logical step allows us to document, simulate, validate and implement our architecture before any real-world deployment in order to verify the consistency and reliability of the composed services and to look for any errors or conflicts generated by an eventual services dependencies. Figure 5 shows the whole composition process. In this figure, the Service Identifier (SI) identifies services to be part of our communication system and requests Service Registries (SR) for these services. In response, the latter gives the location and the Service Provider (SP) of each service. The SI provides a structured document containing the set of required services to the SOE. The latter orchestrates and provides a composition configuration based on the application requirements, some policies and contracts as well as an ontology services description. Then, it composes logically these services to simulate and validate the instantiated connection. Some adjustment can be performed by the SOE on the created blueprint before the real-world deployment/call/invocation of the services. At run-time, the SOE can receive an error feedback and perform corrections. Of course, the service to service dependencies and conflicts are supposed to be done at design-time as explained henceforward.
Specifically, the SOE performs the Business Process Management and Modeling (i.e. BPM) and provides the Business Process Execution Language (BPEL) script that the system is able to execute in automatic way. The Business Process Script can be provided in another language such as CCXML (Call Control eXtensible Markup Language) [19] depending on the application type. These languages are based on the eXtensible Markup Language (XML). The BPEL script, which is a kind of workflow describing the set of tasks to execute, is a well organized set of instruction that invoke services in serial or parallel way to perform the required task. This could be the invocation of the set of services performing the current TCP/IP functionalities for example, which consists of headers creation/modification, segmentation, error control, checksum computing, address and port number attribution, etc. Some other services are performed as control service such as congestion control, flow control, admission control, handover decision, etc. As a Business Process Modeling tool, we can cite the ActiveBPEL [20], which is a GUI open source tool allowing the visualization of the workflow and provides the ability to add and delete activities to the business process in a graphical way. This feature will allow the business expert to design, modify and debug the business process and the workflow before its deployment.
On the other hand, the application requirements and infrastructure constraints can be defined using a standard and semantic description language comprehensible by the Service Identifier and the Service Orchestration Engine. The software and hardware resource services can be defined using a standard description languages such as Web Services Description Language WSDL (XML-based language) and an ontological or semantic description language such as WSDL-S (WSDL for Services), which is a semantic extension of the original WSDL. Note that based on these services description standards, we enhance the visibility between service providers and consumers. This will introduce the services awareness, willingness and reachability. Indeed, the service awareness introduces the service discoverability by other providers or consumers. The willingness introduces the cooperation agreement between providers and consumers which can be based on contract and policies between concerned parties. And, the reachability means the ability to interact with distant services provided by a given provider. This implies the existence of a path between service providers and consumers allowing the service reachability. 
Services modeling Approach and the Service-Oriented Reference Architecture
As explained earlier, the service composition is a complex and time-greedy mechanism that requires several input information. Before composition, we must validate the ability to compose the concerned services and resolve the eventual conflicts that can occur between them. To this end, our proposed service-oriented reference architecture relies on three levels of services, as depicted in Figure 6 .
The first stage of this classification is the Basic Services also called atomic services layer. It represents the fundamental service layer. These services encapsulate the communication systems resources (i.e., software and hardware resources namely the FBs). Used alone, these services has no added value for applications. To achieve a good level of re-usability, these services must be granular as much as possible. In order to achieve an optimum level of granularity [6] , the basic services must verify the following properties:
• A basic service should be described in terms of functions, information, goals and rules but not in terms of other services, otherwise it will be a composed service. For instance, the FB regarding the checksum computation is defined as a set of functions and rules. However, the security handling (e.g., authentication, encryption, etc.) or the mobility management FBs are defined by a set of other services since they invoke other functions to be executed. Hence, they can not be basic services but composed ones.
• The execution of the basic service must not need the interaction of more than one actor (more than one entity in the communication system such as a node).
• The basic service should be as self-contained as possible, ideally, it should be autonomous. That is, it does not need any information (input) from any other service. For example, the forwarding service need some addressing information from the addressing service.
Note that this list of properties is not exhaustive and can be extended.
The second stage of this classification is the composed services layer. These services are obtained by composing one or several basic services using the above-mentioned service composition process to deal with complex tasks that basic services can not perform. This stage is also called orchestration or composition layer. The composition can be logical. In such case the composed service is composed only by one basic service. This kind of composition is used to adapt the interface of the basic service to give more or less attributes for example.
Finally, the third stage is the business Process services layer. This is the higher level of the proposed architecture and it contains the services seen from the users and operators point of view. It represents the global business services that a given SP wants to provide to users. For example, web browsing, a videoconferencing service, tele-medicine, etc.
Based on the above service classification and using the composition process that describes a connection bootstrapping, we can define any protocol stack. However, to enhance service reusability, the SI starts the identification by steps. Indeed and, as depicted in Figure 5 , it starts looking for eventual existing protocols already used by other applications or by previously established connection to avoid a composition from scratch. If no similar connection is previously established, the system goes down to the composed services layer to look for an existing composed services able to perform the required tasks. Otherwise, a composition using basic services will be performed. Often, for new needs, services repositories may not contains the necessary basic services, so the network administrator has to implement these new basic services.
To highlight the benefits of our approach, we present in Figure 7 , our SOA-based network architecture proposed within the 4WARD project [5] in order to implement horizontal and vertical strata [4] . It results from the composition process and the service classification depicted in Figures 5 and 6 , respectively. This reference architecture shows the three service layers merging with the horizontal strata [4] , which include the Machine, Connected End Point, Flow and Information stratum, as defined in [4] . It shows also the composition mechanism regarding the vertical strata [4] , which include the governance and knowledge strata. By analogy with the OSI model, each stratum contains a set of network functionalities, modeled as services in our context, stored and referenced in the corresponding repositories. From Figure 7 , we can see that protocols are composed by a set of composed services, which in turn are composed by a set of basic services. In the machine stratum, the basic services abstract the hardware resources. They represent a logical description of these resources. For example we can describe an optical path by giving its wave length and bandwidth, or a router by describing its interfaces, memory and CPU capacities, its routing protocols, etc. So, the composition would be performed at an abstract level using the description documents, then software and hardware resources will be invoked accordingly. In addition, the composition entity contains three main sub-parts: (i) an ontology base where we describe services in ontological way, (ii) the policies and rules entity where we define the set of rules and policies to perform the composition of services, and (iii) the SOE which makes use of the ontology base and the policies to perform the orchestration task. Note that the SI is not shown in this figure.
To illustrate our proposed reference architecture, we show in Figure 8 , a legacy example consisting of a simplified reliable TCP/IP connection with security properties. This example highlights that the TCP/IP protocol stack is a particular use case that can be performed by our new reference architecture. Indeed, in the machine stratum, we can define a virtual router, a WiFi Access Point (AP) and a wireless link, which consists of a frequency band used by the WiFi AP to transfer data. The dotted link, shown in Figure 8 , between the IP protocol and the composed services of the flow stratum represents a logical link for a cross stratum awareness. This is a native cross layering compared to the current OSI model.
Conclusion and Future Work
In this paper, we presented a new generic protocol model based on object oriented concepts and designed for the Future Internet. Our approach is based on the functionalities composition concept. This model is then defined and implemented using a new networking approach based on the SOA paradigm. Indeed, the composition process is performed mainly by the service identifier and the service orchestration engine entities. To highlight the benefits of our proposal, we presented a service-oriented reference architecture for the Nth stratum framework defined within the scope of the European Project 4WARD.
In future work, we are working towards providing more specific details regarding the ontological definition of services in order to perform an automatic service composition. In addition, we are working towards the validation of the composition process and the SOE using some business process management tools such as ActiveBPEL. The BS reusability as well as the composition measurements can be used as performance metrics. This allows the service precedence resolution according to the applications requirements.
