Abstract. Recently, industry has adopted multimodal, context-aware applications. However, addressing various modalities on heterogeneous platforms implies a demanding development effort. Therefore, we present a task-centric methodology and a tool chain leveraging the development of adaptive multimodal applications. In order to improve efficiency the tool chain is based on the Model Driven Architecture approach emphasizing two key principles: model-to-model transformations and tool integration.
Introduction
During the last decade, capabilities of end-user devices have made a remarkable evolution in terms of multimodality and context-awareness. Nevertheless, the richness of the applications raises development costs, especially in terms of user interface adaptation.
The EMODE project [1] addresses this issue. Since Model Driven Architecture (MDA) also tackles the productivity problem [2] , the EMODE tool chain consistently follows the MDA approach.
In contrast to existing projects also proposing a MDA-compliant approach [3] , the EMODE project goes beyond the current exploitation of model-to-model transformations and tool integration.
Combining essential tools -model editors, model repository, and transformation engine -in a dedicated design time environment accompanied by a runtime environment drives the tool integration. Furthermore model-to-model transformations using the MDA mapping language QVT [5] accelerate the modelling process. Both assets are the foundation of a cost efficient development lifecycle.
In this paper, we proceed with a brief discussion of related work in Section 2. Section 3 describes the methodology our tool chain is based on. Afterwards a detailed description of the tool chain is given in Section 4. To illustrate the modelling workflow an example demonstrates the required steps in Section 5. Finally we draw the conclusion in Section 6.
Related Work
Despite the fact that the MDA approach promises a number of benefits [2] , MDAcompliant tool chains supporting the development of multimodal, context-aware applications are rare.
Focusing multimodal, context-aware user interface development, various research projects are centred on UsiXML [6] . Since UsiXML is widely accepted, a growing set of tools is available. In particular the CAMELEON [7] and the SALAMANDRE [8] project made major contributions. Figure 1 illustrates the variety of tools the UsiXML tool chain consists of. Editing different models on various abstraction levels and initiating transformations requires distinct tools which are not part of an integrating environment. The missing integration hinders a seamless modelling workflow.
While UsiXML and EMODE provide task-centric tool chains to develop multimodal applications, Rousseau et al. focus on tool support for the creation of behavioural models [9] . The behavioural model expressed by a set of election rules represents an algorithm to determine when to use what modality. However, this approach does not provide capabilities to generate user interfaces.
Another model-based approach -the DynaMo-AID project [10] -is devoted to the development of context-aware user interfaces. The DynaMo-AID design time environment provides editors for different models and a model-to-model transformation mechanism. While from a conceptual point of view the MDA principles are satisfied, the tool support is currently considered a "limited prototype" [10] .
The EMODE methodology, an approach to model multimodal, adaptive user interfaces, is based on the MDA. It is comprised of a number of modelling and development phases, artifacts, transformations, and a conceptual architecture.
MDA encourages the (iterative) refinement of models from an abstract to a platform-specific model [14, 15] . EMODE follows the same approach by letting the developer specify models at different levels of abstraction -very abstract at the beginning (e.g. goal model) and more concrete at the end (e.g. the UI model for a specific modality). Among others, the models include goal, concepts, context, user interface and the (for EMODE central) task model (see Section 3.1). As in MDA, the modelling phase in EMODE is followed by a code generation step that produces the application code.
The metamodel for the different models used in EMODE is specified using the Meta-Object Facility (MOF) [4] . This facilitates the use of MOF-based tools, especially model-to-model transformations to support the modelling process, as elaborated in Section 3.2. The EMODE tools presented in Section 4 are implemented on top of the MOF-compliant metamodel and tightly integrated to support seamless development, despite crossing different levels of abstraction. The modelling process is supported by a number of model-to-model transformations. Models are derived from other models, not only in order to reduce the amount of modelling work which needs to be done, but also to keep the different models consistent with each other. This is of utmost importance, as some of the models are directly connected through mappings. For example, the task model has relations to the Abstract User Interface (AUI) model, describing the applications user interface, and the Functional Core Adapter (FCA) model, which represents the connection to the applications logic. Furthermore, modelto-code transformations have been implemented, generating the concrete user interfaces, controller logic, and method stubs to integrate the application logic. The different phases, models, and transformations are depicted in Figure 2 .
The EMODE conceptual architecture describes the components involved in the development process as well as for runtime support. It has been implemented in form of the EMODE tool chain, which is comprised of the modelling infrastructure and runtime components, offering services such as modality handling and processing of contextual information.
The EMODE Task Model
The central model of the EMODE methodology is the Task model, with which the developer describes the applications behaviour, integrating user and system activities. Task sequencing and parallelism can be modelled, along with a variety of other modelling concepts that can be used by the developer.
Tasks can be classified similar to CTT [16] , into user, interaction, system and abstract tasks. User tasks represent activities the user is performing himself. Interaction tasks represent an interaction between the system and the user. System tasks represent the activities the system is performing on its own. Abstract tasks depict the fact that the task is comprised of subtasks.
Besides CTT, concepts from UML Activity Diagrams [17] were used in the development of the EMODE task metamodel. Tasks can have in and output pins, acting as endpoint for object flows. Furthermore, tasks can be refined by task definitions, similar to UML Activities.
Contextual information can be integrated into the task model by using the EMODE eventing mechanism. Hereby the task model can be connected to a variety of event sources. Based on events new tasks can be started or information can be passed on to a running task. Closely related to the task model are the Abstract User Interface (AUI) model and the Functional Core Adapter (FCA) model. Whereas the first describes the user interface (i.e. the realization of the interaction tasks), the later describes the connection of the system to the application logic (i.e. the realization of the system tasks).
Transformations and Mappings
EMODE uses transformations in various ways to support the developer in modelling the application. It is being differentiated between model-to-model and model-to-code transformations. Closely connected to transformations are mappings that link model elements, conveying a meaning [18, 19] . Mappings and transformations are an essential part in EMODE to automate development and more tightly integrate the different models with each other.
Model-to-model transformations actively support the developer when modelling, altering his most used artifacts, the models. This improves modelling efficiency by reducing the amount of modelling work that needs to be done. Furthermore, it can be used to keep the different models consistent with each other.
Model-to-model Transformations in EMODE are implemented using QVTrelations [5] , a declarative language to specify relations between sets of model elements. EMODE provides the developer with the needed transformations. It would be possible for a developer to adapt the transformations by changing the provided QVT-files. It has to be kept in mind that such changes might have strong implications for the whole development environment and are therefore not recommended.
Mappings between model elements make their relation explicit and provide a meaning to the relation. They are used for example in [18] to improve the consistency of user interfaces. EMODE specifies a number of possible mappings, some of them within one model (e.g. Task-to-Task), others spanning different models, making explicit the connection between more abstract and more concrete models. For example, the task model is connected to the AUI and the FCA model (see Section 4.1).
Model-to-code transformations are used as a final step to produce executable code. This code needs to be extended by the developer in order to integrate business logic. Code extensions will not be overwritten by repeated transformations as long as they are inserted into specially protected sections. Model-to-code transformations have been implemented, generating the concrete user interfaces (from the AUI model), controller logic (from the task model), and method stubs to integrate the application logic (from the FCA model).
Tool Chain
The EMODE tool chain is divided into a design time environment and a runtime environment. The design time environment is an integrated modelling environment, which supports the developer modelling the application. Generation and adaptation of code is the last step in using the design time environment. Afterwards, the completed application will be deployed into the runtime environment.
Design Time
The EMODE design time environment is build as a set of Eclipse plug-ins accompanied by an external repository.
As shown in Figure 3 , the repository fulfils two tasks: storing all modelling data and performing model transformations. The modelling environment provides the developer with tools for visualising, editing, and transforming models. Modelling Environment. The modelling environment consists of a model navigator and multiple editors. The navigator visualises all models at all abstraction levels. Editors for all EMODE models can be opened from within the navigator.
All editors are based on the Graphical Editing Framework (GEF) [11] and thus provide a common look and feel. The main difference between the individual editors is the set of model-specific tools they provide. The task editor for example supports the developer in connecting tasks to each other via task edges and allows to start model-to-model transformations to AUI or FCA. On the other hand, e.g., the AUI editor lets the developer specify interactors and supports a refinement of the user interface, depending on the set of available modalities.
To seamlessly integrate working at the junction between different models, editors can reference model elements from other models. For example, the task editor allows to specify mappings between task and FCA model by letting the developer associate system tasks to FCA calls. The support is depicted in Figure  4 . It shows four central editors of the tool chain. The entire development workflow is controlled from within the modelling environment.
MOF Repository. All models produced by the EMODE editors are stored in an external model repository. This repository and the Java based editors are connected via a MOF-to-CORBA-IDL binding, as proposed by the MOF Specification [4] . Model Transformations. As described in section 3.2, EMODE provides the developer with a set of MOF QVT transformations [5] . These transformations can be triggered by the developer from within the modelling environment. Upon triggering, they are executed in the external repository, which has an integrated QVT-relations compliant transformation engine. After the execution, the editors are updated to be in sync with the repository again.
Task-to-AUI and Task-to-FCA transformations are provided. The first transformation maps interaction tasks to interactors, reflecting the hierarchical order of tasks in the hierarchical order of the produced interactors. The later produces a FCA call for each systems task, making sure the FCA call supports the parameters and results in the system task needs. Both transformations automatically set mappings between the source and target elements to depict their relation (which in this case has the semantic "task is realized by").
The task model also plays a key role for the model-to-code transformation. The model-view-controller pattern was applied [12] where the controller is derived from the Task model during a model-to-code transformation. This transformation was implemented using Java Emitter Templates (JET) [13] .
While the model-to-model transformations described above, as well as the model-to-code transformations are compliant to the MDA idea, EMODE also supports the direct interpretation of the task model. The task model is interpreted at run time by a process engine, which is part of the EMODE project. This increases flexibility and removes the need to produce complex code from the model.
Run Time
In the last transformation step models will be transformed into code. This step includes generation of controller code, stubs for the application logic, and different implementations of the AUI model. Besides this generated code, the runtime consists of the two major building blocks: the Multimodality Service Component (MSC) and the Context Service.
Controller. The controller handles the complete application flow. It is comprised of generated Java code resembling the task model with all its control and data flows. Additionally, the controller provides means to access the Multimodality Services Component and the Context Service.
Multimodality Services Component (MSC).
The MSC takes care of adapting the application to different modalities. To this end it selects from the different UI implementations that have been generated from the AUI model. At the same time it supports the use of multiple modalities. To enable the user to switch between multiple available UIs, the MSC supports syntactic input fusion, semantic input fusion and output fission techniques. When deciding which modality to use, the MSC can make use of the Context Service.
Context Service. The Context Service provides appropriate interfaces to applications and other context service clients for utilizing of the runtime context model. This is accomplished in two ways. A query interface provides the possibility to access context information via a declarative language (like SQL). An event mechanism allows clients (e.g. the controller) to register for event notifications.
Example Application
This section illustrates the EMODE approach by example. Therefore an application in the area of plant maintenance will be modelled, by using the EMODE design time environment. The final deployment of the modelled application in the EMODE runtime environment creates a fully executable application.
The objective of the application is to support the plant maintenance staff of a large company. Since the plant maintenance staff is responsible for tending to occurring problems as quick as possible, the desired benefit of a multimodal, context-aware application would be an increased efficiency of maintenance order processing.
In the plant maintenance scenario the following IT-Infrastructure is assumed:
-A Product Lifecycle Management (PLM) System, that acts as a central server where all maintenance orders are entered. -A set of mobile devices serving as a communication interface between the plant maintenance staff and the PLM System.
To outline the modelling process, the listed steps are required to create the application: 
Create the Task Model
The central Task Model captures the flow of the application and represents the starting point of the modelling process (the optional goal model will not be regarded). Figure 5 defines the flow of the example application.
Starting at the initial node, the control flow defines the execution order of the various tasks. In this example, the PLM System receives a new maintenance order that will be transmitted to a mobile device assigned to a maintenance employee. To map the diversity of tasks, system and interaction tasks are introduced. While system tasks require some kind of computation (e.g. the transmission of a maintenance order), the interaction tasks demand end-user interactions (e.g. read the incoming maintenance order). After receiving the maintenance order, a staff member can decide whether to accept or to reject the maintenance order. In the case of acceptance, the responsible staff member receives detailed instructions, supporting the maintenance task. Note that the system task retrieves data concerning the current noise level from a context service (represented by the event consumer) in order to judge whether instructions are delivered via voice or via a graphical user interface. Afterwards the control flow reaches the final node and the application will terminate.
Derive the AUI Model using Model-to-Model-Transformations
In a second step the AUI Model can be derived from the existing Task Model. The mapping is expressed using QVT Relations, a declarative approach for model transformation definitions. The QVT Engine generates an AUI Model requiring the transformation definition and the Task Model. Figure 6 displays the generated AUI Model. Since two interactions tasks are declared in the Task Model, two abstract user interfaces (represented by AUI Interactors) are generated. 
Adapt the generated AUI Model regarding the target platform requirements
To meet the demands of distinct modalities and device-restrictions, the AUI Model can be subject to further refinement. Therefore the generated AUIs can be either enriched (e.g. add static content like pictures, text, etc.) or a new version can be derived. The derivation of AUIs is especially important to provide specific UIs for the available set of modalities. In the example application two refined AUI Models were created to reflect UIs for the auditory and the visual modality.
Derive the FCA Model using Model-to-Model-Transformations
While counterparts of interaction tasks are laid out in the AUI Model, the correspondents to system tasks are captured in the FCA Model. The initial Modelto-Model transformation creates a FCA Call for each system task. Also input and output parameters of the FCA Call correspond to the incoming and outgoing data flows of a system task. Figure 7 shows the result of Task-to-FCA transformation using the task model from our example application as an input. 
Adapt the generated FCA Model regarding the Business Logic Requirements
Apart from FCA Calls, FCA Methods are also an outcome of the Task-to-FCA transformation (see Figure 7 ). Unlike FCA Calls, which are bound to system tasks, FCA Methods represent methods of the business logic. The benefit of decoupling FCA Calls and FCA Methods is the reuse of existing business logic methods because several FCA Calls can be bound to one FCA Method.
Run the Model-to-Code-Transformation
After the FCA Model adaptation, the Model-to-Code transformation can be executed. The major return of the transformation is a mapped task model -a so called Controller -and business logic stubs. Both the controller and the business logic stubs are represented as pure Java source code. Only the AUI Model can be mapped to different target languages. Currently, UIs are rendered as Java AWT Frames or as D3ML [20] .
Write the Business Logic
As mentioned beforehand, the Model-to-Code transformation creates Java classes containing method stubs. Therefore Business Logic implementation necessitates filling the marked code blocks. To leverage that task, the Model-to-Code transformation creates a new Java Project within the Eclipse-based design time environment. Consequently all the Java editing facilities provided by the Eclipse IDE are available.
Deploy the Application
In order to execute the application two steps are requested. At first required libraries need to be added to the encompassed Eclipse Project (e.g. the context service library). Secondly the EMODEApplicaton class has to be executed.
Conclusion and Future Work
In this paper, we presented the EMODE tool chain streamlining the development lifecycle of multimodal, context-aware applications. To encourage cost efficient development, the tool chain is MDA-compliant and enveloped by an integrated modelling environment. The evaluation of the EMODE approach is ongoing. Therefore two demonstrators are currently under development. While the first demonstrator reflects a mobile plant maintenance system, the second deals with an in-car travel assistant. Both applications are implemented using the EMODE and several other tool chains (e.g. the UsiXML tool chain [6] ). By means of the developed demonstrators, benefits of the EMODE approach will be carved out.
First feedback by demonstrator developers has been collected and confirms the EMODE idea: Developing multimodal, context-aware applications using one distinct integrated environment facilitates the entire development lifecycle.
