We introduce an encapsulation operator E, that provides process algebra with a process creation mechanism. Several simple examples are considered. It is shown that Ec, does not extend the defining power of the system 'ACP with guarded recursion'.
I. INTRODUCTION 
Extension of process algebra
In this paper we extend process algebra with a new operator that will be helpful to describe process creation. From a methodological point of view the extension of process algebra with new operators is just the right way to incorporate new features. Only in a very rich calculus with many operators one may hope to be able to perform significant algebraic calculations on systems. In many cases a new feature requires new (additional) syntax and more equations, only in very rare circumstances the addition of equations alone suffices to obtain an appropriate model of some new system aspect. The core system ACP, see [4, 5, 6] , describes asynchronous cooperation with synchronous communication.
On top of ACP various features can be added, for instance: asynchronous communication [7] , cooperation in the presence of shared data [1], broadcasting [3] , interrupts [2] . This note adds process creation to the features that are compatible with process algebra.
For historical remarks and relations with previous literature we refer to [4] .
Process creation
We start on basis of the axiom system ACP which is supposed to be known to the reader. We assume the presence of a finite set of data D and introduce for each cleD an action cr(d). The action cr(d) stands for: create a process on basis of initial information d. Let cr(D) denote the set {cr(d)IdeD}. Let q9 be a mapping that assigns to each deD a process cp(d). Then the operator Eq, (process creation encapsulation w.r.t. (p) is defined by the following equations. We assume that always cr(d)la =8 and never alb = cr(d).
E9,(x+y)= E(x) + E(y) As usual it is the case that on all finite terms El, can be eliminated (provided p(d) contains no cr(d) actions). In any case one can compute for each n the n-th projection Trn(t) of a term with E as a term without Eq, by applying the equations as rewrite rules from left to right.
VERY SMALL EXAMPLES
In this section we provide several examples that should support the claim that Ec, properly describes process creation on top of ACP. It should be noted that in terms of [1] we are dealing with concrete process algebra, i.e. there is no abstraction present.
It follows that E involves recursion already under the simplest conditions. We assume that we will always use guarded recursive specifications, and have a This leads to the second example.
(again using (*)). Further for a EF we define the process qa as follows: S describes a population of animals starting with two individuals. Each animal can hunt, sleep, eat, idle, pair, create (when female) and end (its life).
The population can develop in many different ways, in particular it can die out. Very simple observations can be made on this system. For instance if both a and b are male (i.e. P-) then no create action will take place. 
Here we use the fact that B has no finite traces which implies that ET(B) has no finite traces from which it follows that E(B) . If we now use abstraction and substitute T for Ci(d) then we obtain (with fei(d)Id ED} and Tj as in [5] ) that TAB) satisfies the equation for a bag over D:
TI(B*)= E read(d)-(write(d)i TI(B*)).
deD This equation was discussed in several earlier papers, for instance [6] .
The above calculation shows the intuition behind the equation for TI(B*): the read(d) action creates the option to write(d).
A sieve of Eratosthenes
We will write a program that generates all prime numbers in Tv-=[1,...,N] in increasing order. The program is called SIEVE, all its internal steps and communications will be represented by the action t, and it is claimed (but not proved) that T( ) (SIEVE) = write (2) write (3) write(q).S where 2,3,...,q enumerates the primes in N in increasing order. 
E readp(z) [t(z =0 mod p)-Sp + t(z rO mod p)-cr(z).Rd
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The explanation of Sp is as follows: Sp will be created as soon as a new prime p is found by Sq (with q the prime preceding p). The first task of Sp is to output p, then it receives a sequence of larger numbers and checks all of these on being 0 mod p. The first z(;modp must be a prime since it has survived the + cp 8 t entire pipeline from S 1 to S2 to S3 to S5... till Sq. For this z a new process S. is created. Thereafter Sp restricts itself to filtering out all numbers in the pipeline that are a multiple of p and transmitting the others to S2. 
CONCLUDING REMARKS
The message of this note is that process creation is a feature not too distant from process algebra. It should be stated that this introduction of process creation can equally well be applied within related formalisms like CCS [9] , CSP [8] , or trace theory [10] provided sufficiently many recursion equations can be solved. In CCS it would be natural to write T for create (d).
