There has been increasing interest in the use of context awareness, as a technique for designing architectures dedicated to smart spaces in order to adapt and produce suitable services according to user context. In recent years, various architectures have been developed to support context-aware systems. The major challenge with these systems is decomposing the entire architecture into smaller, modular components that facilitate the comprehension and modification of the architecture. In this study, we propose the Model View Controller Adapter (MVCA) architecture, derived from the model-view-controller pattern, which is modular, flexible and capable of adapting services autonomously on behalf of users. The main concept of MVCA architecture is that it decomposes the overall functionalities into modular components with high cohesion and low coupling, which facilitates reusability and maintainability of the system. The MVCA architecture is essentially composed of four components that are responsible for sensing and managing the environmental context in order to adapt and produce services proactively according to user context. To clarify and show the usability of our architecture, we present a scenario-based simulation of MVCA architecture using the Java Agent Development Framework platform.
Introduction
The diverse nature of pervasive computing makes it difficult for software designers to adopt one common model that can meet all requirements (Abdualrazak et al., 2010) . Designing context-aware smart spaces is a challenging task for two main reasons: Firstly, supporting different devices and multiple interacting platforms is difficult; and secondly, it is difficult to achieve environmental context awareness and to proactively adapt services to dynamic changes. Addressing these issues means that systems should be capable of providing a uniform and efficient architecture for communicating the entirety of entities within the environment to meet people's needs and adapt to their preferences.
In view of these requirements, our project aims to create a modular and flexible architecture, which takes the context as the first input as the most important element for reasoning, adapting and providing a service in a more suitable form. Modularity is a significant quality attribute in the design of large system architectures (Knoernschild, 2012) . Modularity is considered as a key feature to improve several quality attributes such as maintainability, portability, reusability, interoperability and flexibility (Galin, 2004) . In the case of our smart environment, modularity is the key to facilitating management of the design complexity and ensuring the development of the overall components. Moreover, the degree of modularity is proportional to the degree of loose coupling and high cohesiveness of a system's software elements (Sharafi et al., 2012) . Therefore, the benefit of modularity is dividing the architecture into loosely coupled and highly cohesive modules, which interact in a collaborative manner to achieve the requirements.
The Model-View-Controller (MVC) is considered as an architectural pattern in software engineering. It adopts the idea of "divide and conquer," (Zhang and Zhu, 2013) , which involves dividing the entire architecture into three separate components: Model, view and controller, based on the principle of separating the act controllers, data presentation and user's actions. This facilitates modification and change in each component without significantly disturbing the others. The benefits of the MVC design have been demonstrated in various interactive applications (Sarker and Apu, 2014) .
In this study, we propose a Model View Controller Adapter (MVCA) architecture that is a variation of the established MVC pattern and provides a new perspective on modularization. It divides the overall functionalities of the system into a modularized architecture. MVCA introduces a new component, the adapter, to provide suitable services with a robust and extensible infrastructure in order to provide environmental context awareness and meet the user's needs. Mainly, it is responsible for reasoning regarding the sensed context and adapting services proactively. In general, the adapter is a set of rules which have to be specified for the possible contextual configurations about user interactions and their preferences and each rule triggers a specific set of services according to the current context. In such adapter, we have to imagine and predict all possible context configurations before deploying the system. This set of rules will then be static and can not be modified when the system is operational. Such approach has two main drawbacks: (a) it is impossible to predict all possible context configurations and (b) the adaptation system is not dynamic and cannot evolve as the system operates (it is limited to the static set of rules). Instead of rule base approach, the component contains also learning engine in order to adapt services to all possible and meaningful context configurations. This machine learning approach can select a previous choice about the service and can adapt itself by another new choice about service from user feedback, which make it adaptative.
The remainder of this paper is organized as follows. In the next section, we provide an evaluation of some existing software architectures. In section 3, we describe our proposed architectural pattern to overcome the identified problems. In section 4, we present a scenario implementation and report the main results from the simulation studies. Finally, our conclusion and future work are presented in section 5.
Related Work
A wide variety of context-aware schemes have been proposed over the past few years. However, most of these provide only partial context-awareness functionality and aim to satisfy certain quality attributes, such as interoperability, flexibility and maintainability. The CASS tool (Clarke and Fahy, 2004) is middleware for supporting the development of context-aware applications. It divides the entire architecture into independent components and achieves effective abstraction of contextual information. This architecture provides efficient modularity that facilitates the modification of server components; in particular, the inference engine. Octopus (Firner et al., 2012) is dynamically extensible middleware for facilitating smart home/office domain-specific applications. It is constructed on a simple layered architecture to tackle the problems of data management and fusion; however, it appears to have a lower tolerance for problems. FlexRFID (El Khaddar et al., 2015) aims to provide a policy-based middleware solution for facilitating the development of context-aware applications and integrating heterogeneous devices. Authors have furthermore proposed a multi-agent (Miraoui et al., 2016) for a smart living room that focuses on contextawareness, which is a key enabler for service adaptation in smart spaces. The project aims to provide architecture with a high degree of modularity; that will have a positive impact on several software qualities, such as modifiability, reusability, maintainability and extensibility. The architecture proposed in (Aloulou et al., 2012) provides an adaptable and dynamic platform that integrates new assistive services at runtime and enables their binding to specific patients. This system adopts modularity by using the Service-Oriented Approach (SOA), which improves its flexibility, scalability and configurability. The FIWARE (FIWARE Project, 2016) aims to provide cutting-edge infrastructure in which the creation and delivery of services, high quality of service and effective security are achieved. It is a generic platform that could adaptively be applied to various usage areas. Preuveneers and Berbers (2007) , authors have proposed a resource-aware and context-driven application middleware for mobile devices that has a layered design and provides introspection and intercession capabilities within each layer to support a more flexible selfadaptation strategy at runtime. The MUSIC project (Rouvoy et al., 2009 ) is a middleware Support for Self-Adaptation in ubiquitous and service-oriented environments, which addresses aspect-oriented adaptations. To accomplish this, authors uses computations and evaluations of alternative application configurations in response to context changes and the selection of a feasible configuration. The SECAS (Chaari et al., 2008) is a project that ensures the deployment of adaptive context-aware applications. The authors aim to develop a platform, which makes the services, data and the user interface of applications adaptable to different context situations. Focuses on this point by providing the necessary tools to adapt existing applications to new contextual situations that were not taken in consideration at their design stage. The Chisel system (Keeney and Cahill, 2003) is an open framework for dynamic adaptation of services using reflection in a policy-driven, context-aware manner. The system is based on decomposing the particular aspects of a service object that do not provide its core functionality into multiple possible behaviours. The principal aim of this project is to build a framework supporting unanticipated dynamic adaptation that will take account of contextual information from as many sources as possible. The PACE middleware (Henricksen et al., 2005) is used to support the development of a context-aware vertical handover application which investigates a variety of issues related to pervasive computing, including the design of context-aware applications and solutions for modeling and managing context information. Il offers a toolkit that facilitates interaction between application components and the context and preference management systems.
Overview of MVCA
The MVCA architecture is based on the MVC pattern, with an additional component, namely the adapter, which is used to adapt services in unforeseen situations. This architecture is modular and based on the separation of the four components that represent the functionalities of a smart space. These modules interact and collaborate to handle contextual data in order to produce the most suitable service.
The context is the key element to take into account because it represents the main input data on which our architecture functionalities are based. As illustrated in Fig. 1 , we have decomposed the smart space into three main parts: The context is represented by the contextual model, the adaptation part is realized by the adapter and controller and the service part is represented by the view component.
Detailed MVCA Architecture
In terms of software, the system consists of four main components: The controller, contextual model, adapter and view, as shown in Fig. 2. (1) The controller receives a variety of contexts sensed from the environment. The context is then interpreted in a suitable form to be comprehensible and used by other components.
(2) The contextual model represents the storage of all context information. This component contains sensed data associated with the appropriate services, as well as a preinstalled list of user preferences. Moreover, it is responsible for responding to controller requests by sending the appropriate services, if they are found. It can also receive new services that have been adapted by the adapter component due to unforeseen circumstances. (3) The adapter module is the core component of the architecture, as it maintains the overall mechanisms and rules to adapt services to new situations. Firstly, the adapter receives contexts from the controller and attempts to reason and adapt suitable services. Then, it sends the adapted services, accompanied by their context information, to the contextual model, to be saved for future utilization. (4) Finally, the view component is responsible for determining the system output. It receives queries from the adapter to execute services such as displaying data or requests sent to actioners.
Controller
The controller is the first component to interact with the environment. Thus, it is related to sensors and devices implanted in the environment in order to intercept and collect any context information or situation changes. This component is the backbone of the architecture because it provides the main support for context to be used by others components. Therefore, it includes procedures for interpreting and reasoning, in order to transform gathered low-level raw data into higher-level information. The controller component performs three major interactions:
• Transfers the appropriate service from the contextual model component to the actual context • If the service is found, sends the service in question to the view component for execution • Otherwise, sends the context information to the adapter component 
Contextual Model
The contextual model acts as data storage for all contexts collected by the controller component. This component incorporates a context history accompanied by particular service criteria that may be used to establish trends and predict future services. It also saves also users' information and preferences in order to satisfy their needs. The contextual model is responsible for the following interactions:
• Checks in the base if there is a match between the context received from the controller and the recorded context • Sends a message response to the controller component containing the appropriate service to execute (if found), else sends a negative response • Saves the adapted services with their context information received from the adapter component
Adapter
The adapter component contains the domain-level logic of the system. It holds a database of adaptation rules. This rules define the adaptation operations that the adapter has to compute on the service it adapts and the context parameters related to it.
Besides, it is based on user's behavior learning using different types of procedures for automatic learning of the best possible services to execute, as well as a decisionmaking process, which is responsible for determining which service should be performed in a given situation in order to provide personalized and relevant information to end-user. Then, mainly this process involves two general requirements that form cycle. First gathering preferences of the user (with feedback or history of interaction for instance) and then adapting the engine to produce a suitable service (for instance by adjusting parameters related to preferences). For example, an inhabitant that gets up generally at 7 in the morning. One day, since he has a meeting in another city, his alarm rings at 6 'o'clock because the inhabitant set the adaptation system on the adaptation server before he went to sleep. Based on this example, we deduce that. That is why the system must be aware to the context and react to changes of this context in a continuous way. In order to get the right context of the user and his environment to fulfill adaptation process, the adapter component continuously interacts with the other components to perform the following operations:
• Receives the context information from the controller component • Adapts suitable services according to situation changes • Retrieves useful information during the adaptation process as required • Sends adapted services that are found, along with their context information, to the contextual model to be saved for future use • Sends adapted services to the view component for execution When the adaptation process was performed and the service is executed, the user must have the option to accept or reject the service providing a feedback that will be used to adjust the parameters of the techniques implemented.
View
The view component aims to generate and provide services to the user. It mainly contains mechanisms for interacting with actuators, which perform services at the final stage. These services are in the form of notifications or recommendations forwarded to user devices and can also be queries performed by actuators to execute services. The view component is responsible for the following operations:
• Receives services from the adapter component • Sends notifications or recommendation to user devices • Sends queries to actuators to perform received services In this study, the MVCA architecture is implemented using the Java Agent Development Framework (JADE) platform (Bellifemine et al., 2005) . Figure 3 shows the four different types of agents representing the MVCA architecture components. It should be noted that we have added a new agent, "context," which represents the context information sensed from the environment.
The interaction between different agents follows a process, consisting of the following phases:
• When a contextual agent obtains external information, it informs the controller agent of the available context in order to find the appropriate service • The controller agent reads and processes the received information and requests the appropriate service from the contextual model • When the contextual model receives context information, it checks its base to determine whether there is a match between the received and saved contexts. A negative response is sent when no match is found and a positive response when a match between service and context elements is identified. • If the service is identified by the contextual model agent, the controller agent sends a query to the view agent with the service's criteria in order for • It to be executed, as an appropriate service for user needs • If the service is not identified, the controller agent informs the adapter agent about the identified context requiring an adaptation service • The adapter agent uses mechanisms to adapt and determine suitable services, which are then transferred to the view agent. Moreover, it communicates the new adapted service to the contextual model agent according to its context information, to be added to the database for future work • The adapter agent retrieves certain information from the model contextual agent that will be used in learning processes, such as historical or preference data, in order to determine the appropriate service. • Once the view agent receives the specific service, it responds to orders received from the adapter agent and sends notifications, recommendations, or queries to actioners installed in the environment.
In order to verify the performance of the MVCA architecture, we implement a simple scenario using JADE agents. The scenario describes the daily routine of an employee in his office from 8:00 a.m. until 4:00 p.m.
The entire scenario can be divided into five scenes. The basic concept of each scene is that the context agent is the first to sense the context that will be interpreted and processed by the controller agent in order to infer the appropriate action to be taken, either directly by the contextual model agent or by the adapter agent. Then, the view agent receives the services to be executed. Parameters reflecting all contextual variation in the environment are taken into account; for example, working day, time, place, temperature, light and device interaction.
JADE Agents
The scenario describes the daily routine of an employee in his office from 8:00 a.m. until 4:00 p.m.
The entire scenario can be divided into five scenes. The basic concept of each scene is that the context agent is the first to sense the context that will be interpreted and processed by the controller agent in order to infer the appropriate action to be taken, either directly by the contextual model agent or by the adapter agent. Then, the view agent receives the services to be executed. Parameters reflecting all contextual variation in the environment are taken into account; for example, working day, time, place, temperature, light and device interaction. Table 1 illustrates the different scenes, each of which describes a particular service. We choose to identify scenes according to the three most important pieces of information: (1) contextual data, which can either be planned situations in the system or unanticipated situations requiring an adaptation process; (2) the equipment performing the action; and (3) the performed service, identified by its nature, which can be either a default service (predefined service according to a preestablished context in the system) or adapted service (new service resulting from an adaptation process in an unanticipated situation).
We take the third and fourth scenes, representing two different situations, as an example. The first is a planned situation; that is, a situation with a known service. The sensed context relates to the day (working day), time (8:00 a.m.) and interaction of equipment (door). This information is identified as the main input of the MVCA architecture, to be transmitted to the controller component, which in turn attempts to retrieve the appropriate service from the contextual model module.
In response, the contextual model sends an adequate service description located in its local database. This is based on the fact that, in the case of planned situations, the contextual model component has already saved different context information, such as preferences or known conditions associated with suitable services, to be executed in the future. Finally, the service will be transmitted directly to the view component, which is responsible for sending orders to turn the light on.
The second scene involves unanticipated situations that have not been previously saved in the system. The context agent senses that the conference room is occupied, a situation that is not predefined in the system. Therefore, the controller agent receives a negative response (service not found) from the contextual model.
The controller then communicates this context information to the adapter, which can reason and adapt a suitable service; in this case, a notification about changing the conference room.
Accordingly, the view sends notifications to the user's cell phone to inform them about the alternative room where the conference can be held. Table 2 illustrates different interactions between agents in the two scenes. We now discuss the implementation results. We developed a simple application to test our architecture. Fig. 4 displays a snapshot of the application interface, which is designed to load a scenario in a text format and launch the creation of agents for the simulation. Furthermore, the interface shows different scenes extracted from the associated scenario, with the elapsed time between the start and completion of each scene. The interface also presents an automat diagram that shows the various interactions between agents in each scenario. An agent that is known to simply receive a message is colored red. This explains the communication flow among agents in the MVCA architecture.
The sequence diagram shown in Fig. 5 depicts the scenario execution, which is carried out by the exchange of messages between different agents composing the MVCA architecture. The diagram is also used to show how the different components of our architecture cooperate to accomplish the proposed scenes.
The diagram illustrates the occurrence of events for invoking specific operations using different behavior messages like "inform, request." Execution times, sender, location and context are annotated in the sequence diagram, as shown in Fig. 6 .
In this system, modularity is realized by separating the MVCA functionality into independent parts, so that each module focuses only on one or a small number of interactions. This method contributes to maximizing the interaction within each component (cohesion) and minimizing dependencies (coupling) between components. It also facilities the modification of components to satisfy local requirements. Moreover, it contributes to reducing system maintenance efforts and maximizing the system's reusability. Figure 6 shows four tracking tables for the components, and shows interactions during the preestablished scenes at each instant. For example, in the controller table report, the first interaction shows that at 5:40:12, the controller component receives a message from the context agent with sened information (working day, time: 8:00 a.m., door opens), and the user location is "office." This context is transferred to the contextual model agent at 5:40:14 to determine the appropriate service (turn on lamps), which is executed by the view agent at 5:40:20. The execution times of the different component interactions components highlight the progress of the MVCA architecture. Moreover, we can retrace errors that are a result of poor component operation. 
Conclusion
Smart environments are characterized by complex systems that require a balance between transparency and context awareness. Architectures for such systems must respond to requirement space and should integrate a modular and flexible design that can produce appropriate services at the right time. In this article, we propose MVCA architecture, derived from the MVC pattern. The main idea behind this system is to decompose the overall functionalities of into four separate components, which are responsible for sensing, managing context information and reasoning to execute the most suitable service for users. This approach allows for high cohesion and low coupling, which are important measures of architecture quality. Therefore, this method facilitates system reusability and maintainability. In future works, we plan to extend the MVCA architecture to handle and process various complex scenarios and to evaluate the performance of the architecture and its implementation in depth.
