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Abstract
Robot-based inspection systems, consisting of a standard industrial robot and an optical 3D sensor, increasingly gain importance within produc-
tion in order to quantify the quality of products. These systems show advantages in terms of costs, ﬂexibility and in-line capability. Based on the
inspection plan of a product, the robot path for the inspection system is currently planned manually which is a very time consuming process. Con-
sequently, an automated path planning algorithm generating a time optimized and collision-free path would improve the ﬂexibility of robot-based
inspection systems. The presented approach shows an automated and cycle time optimized path planning algorithm for robot-based inspection
systems. This is realized by the probabilistic roadmap method applied on all measurement poses in combination with the A* search algorithm
for the determination of weighted paths. Finally, the optimization of the path is reduced to a traveling salesman problem which is solved by the
Christoﬁdes heuristic.
c© 2016 The Authors. Published by Elsevier B.V.
Peer-review under responsibility of the organizing committee of the 6th CIRP Conference on Assembly Technologies and Systems (CATS).
Keywords: Industrial robot, Path planning, Visual inspection
1. Introduction
Costumers increasingly demand high quality of products, es-
pecially in the premium sector. A typical example for such
products can be found in the automotive industry during the
body construction [1]. In this context, product quality is often
associated with the compliance of the geometry of parts. To
counter the quality claim, ever-tightening tolerances are estab-
lished. These product tolerances have to be monitored within
the production process [2]. According to the requirements of
quality assurance, robot-based inspection systems, consisting
of an industrial robot and an optical 3D sensor, become in-
creasingly important for inspection tasks. Standard industrial
robots have advantages concerning costs, in-line capability and
ﬂexibility. Optical 3D sensors enable the inspection of quality
determining characteristics. Thus, the combination of an indus-
trial robot and a 3D optical sensor has the potential to ensure an
eﬃcient inspection of products within the production process
[3].
In consideration of the workﬂow for an inspection task, the
key for a successful use of such systems is the degree of au-
tomation. Currently, the robot path is planned manually based
on the inspection plan. This can be a time consuming process
depending on the amount of features of the measurement ob-
ject. Furthermore, the complexity of a cycle time optimized
path increases with the number of features. Consequently, the
automated path planning for robot-based inspection systems
on basis of the inspection plan has the potential to reduce the
preparation time of the system as well as the cycle time of the
inspection.
Hence, the following challenges have to be addressed in or-
der to realize an automated path planning algorithm for robot-
based inspection systems.
The robot cell contains diﬀerent obstacles which can limit
possible robot poses, including the robot itself as well as the
test object. Thus, the environment has to be modeled to com-
pute a valid path. In order to ensure an unambiguous repre-
sentation, the robot kinematic is represented in a vector space
deﬁned by the joint angles of the robot (conﬁguration space).
The set of conﬁgurations without collision is called collision-
free conﬁguration space. Due to the six degrees of freedom
of industrial robots, building a complete conﬁguration space is
computationally intensive. Because of that, the ﬁrst challenge
is to ﬁnd a time eﬃcient solution to this problem. Secondly, the
fastest path between two given measurement poses within the
conﬁguration space has to be computed. Thirdly, the sequence
of measurement positions has to be optimized according to the
cycle time. This typically can be described as a traveling sales-
man problem which has to be solved.
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The most time-consuming step within path planning for in-
dustrial robots is the recurring check for collisions. This should
be considered for example by minimizing the number of paths
to be checked [4].
2. State of the art
2.1. Representation of the conﬁguration space
Path planning problems can be solved using diﬀerent meth-
ods [5]. However, every method requires a representation of the
collision-free conﬁguration space.
Often, roadmap methods are used which represent the
collision-free conﬁguration space by a graph or network of
paths. Cell decomposition methods divide the conﬁguration
space into cells, this can be done exactly or approximatively.
Potential ﬁeld methods describe the environment as a ﬁeld
where the goal possesses an attractive potential and the obsta-
cles repulsive forces. This method is speciﬁcally applicable for
local path planning to avoid obstacles during runtime. The chal-
lenge of the other two methods for global path planning is the
representation of the conﬁguration space. For robots with mul-
tiple degrees of freedom the computation of this space is com-
plex and time consuming. Therefore, several methods using
random elements were developed [6] [7].
An approach to global path planning for robots with multi-
ple degrees of freedom operating in known static environments
is the probabilistic roadmap method (PRM) [7]. It consists
of a preprocessing of the free conﬁguration space, after which
the path planning problem can be solved by well-known algo-
rithms.
During the learning phase, a set of collision-free conﬁgu-
rations is randomly generated and interconnected by a local
planner to a predeﬁned number of neighbors. The resulting
network whose edges correspond to feasible paths, may con-
tain one or more connected components, depending on the time
spent on preprocessing and the robot’s free space. To get a bet-
ter connectivity, optimization algorithms can be applied. In the
query phase, the start and goal conﬁguration are connected to
the graph to search the roadmap for a sequence of edges con-
necting these two nodes to obtain an feasible path. This corre-
sponds to the problem of path ﬁnding. However, a solution will
usually diﬀer from the optimal one, as the conﬁguration space
is constructed only partially.
2.2. Path ﬁnding
Once the collision-free conﬁguration space is described as
a graph, the shortest path between two nodes can be searched.
An overview about common path ﬁnding algorithms is given in
[9]: depth-ﬁrst, breadth-ﬁrst and best-ﬁrst search, the algorithm
of Dijkstra and ﬁnally the A* algorithm. All these approaches
ﬁnd a solution, if one exists. Especially the Dijkstra and A*
algorithm are in the focus of research [10], as they promise the
optimal path with a minimal computing time.
The algorithm of Dijkstra was developed in 1959 and always
ﬁnds the shortest path between two given nodes or proves that
no solution exists [11]. For this purpose, the costs g(n) from
the start node is assigned to each considered node n. Thereby
the nodes with the smallest value of g(n) are prioritized which
guarantees an optimal path.
On this basis, the widely used A* algorithm was presented
in 1968 [12]. The method ﬁnds a least-cost path between a
start and a goal node. This is achieved by evaluating a cost
function f (n) of a node n to determine in which sequence the
search visits nodes in order to expand the fewest possible nodes.
The function f (n) is the sum of the known costs g(n) from the
start node to n and the estimated costs h(n) (also called heuristic
function) from n to the goal node. The A* algorithm is com-
plete, it will always ﬁnd a solution if one exists. Furthermore,
it computes the optimal path if the heuristic h(n) does not over-
estimate the costs to the goal and is faster than the algorithm of
Dijkstra [13].
2.3. The traveling salesman problem
To guarantee a cycle time optimized path, the measurement
poses have to be sorted to obtain the fastest tour. Starting from
the collision-free conﬁguration space graph, this corresponds
to solving a traveling salesman problem (TSP). Given a set of
nodes along with the cost of travel between each pair of them,
the TSP is about to ﬁnd the cheapest way of visiting all the
nodes and returning to the starting point [14].
The solving methods can be classiﬁed into two groups. The
exact algorithms ﬁnd the optimal solution for the TSP or prove
that no solution exists. The computation time to ﬁnd a solution
depends exponentially on the number of considered nodes. [15]
The class of heuristics calculates an approximated solution.
The advantage lies within the shorter computation time com-
pared to exact algorithms [16]. Thereby, the quality of the
solution depends on the chosen heuristic and is characterized
by the ratio of the computed tour length to the optimal tour
length. Diﬀerent heuristics like the nearest neighbor algorithm,
the nearest insertion heuristic, the Christoﬁdes algorithm or the
PTAS of Arora [17] are analyzed in [18], [19] and [20].
The scope of this paper are industrial inspection systems
with test plans consisting of hundreds of measurement poses.
Hence, exact algorithms are not feasible. Considering the class
of approximation algorithms, the Christoﬁdes heuristic calcu-
lates the best results, as it ensures a solution that is at most
1.5-times longer than the optimal solution [21]. The PTAS of
Arora promises even better results, but a eﬃcient implementa-
tion is not yet available [19].
3. Path planning
Typically, the path planning problem for robot-based inspec-
tion systems has to be solved according to given measurement
poses of the robot and the CAD data of the static robot cell.
Based on that, the path planning aims to generate an optimal
path for the deﬁned task. Automating the process is particularly
useful if the cycle time and the duration for solving the problem
manually is reduced by the automated process. Because of this,
the approach is designed for a fast and ﬂexible use.
3.1. Approach
Path planning can be structured in three major steps (see
Fig. 1). In the ﬁrst step, collision-free poses of the robot have to
be determined which can be used for the generation of a path.
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Measurement poses
and CAD model
Build a collision-free
conﬁguration space
Find optimal path between
pairs of measurement poses
Calculate cycle time
optimised sequence
Collision-free, cycle
time optimised path
Propabilistic
Roadmap Method
A* Algorithm
Christoﬁdes
Heuristic
Fig. 1. Flowchart of the process to compute a path which can be deployed to the
robot without further adjustment. Every step is covered by a proved method.
For this purpose, collisions between the robot kinematic and ob-
stacles in the robot cell have to be detected. The speciﬁcation
of these poses corresponds to the building of the collision-free
conﬁguration space of the system.
Finding a cycle time optimized sequence within this con-
ﬁguration space means solving a traveling salesman problem.
This requires the shortest path between each pair of measure-
ment poses, a so called complete graph. In general, there are
multiple paths connecting two poses which consist of collision-
free edges of the conﬁguration space graph. Hence, the optimal
path considering the given norm must be found via path ﬁnding
method in a second step.
Finally, the sequence of the measurement poses has to be
determined to ensure that each of them is reached at least once
and the resulting robot path is optimal.
3.2. Building a collision-free conﬁguration space
For a robot with m joints, the conﬁguration space is a m-
dimensional space spanned by the degrees of freedom of the
robot system and subdivided in collision-free regions. Based on
this conﬁguration space movements of the robot can be deter-
mined. Assuming a six dimensional standard industrial robot,
the discretization of the space according to collisions would be
a time consuming process. Consequently, an eﬀective method
for building a collision-free conﬁguration space is needed.
In the context of robot-based inspection systems the mea-
surement poses can be interpreted as points in the collision-free
conﬁguration space. Fig. 2(a) illustrates the conﬁguration space
with the measurement poses A to F and an obstacle (hatched
box). The probabilistic roadmap method can be adapted by in-
cluding the measurement poses in the network in order to use
them as additional transfer points. Each measurement pose is
connected with a predeﬁned number of its next neighbors ac-
cording to a deﬁned norm. For inspection systems with static
measurement poses, the time of robot movements has to be min-
imized. Therefore, the norm in equation 1, estimating the time
for a point-to-point (PTP) movement via equation 2, is chosen.
The vectors a, b ∈ Rm represent joint conﬁgurations for a m-
axis robot, the maximal angular velocity is labeled ϕ˙i,max, the
angular acceleration ϕ¨i and the robot joints i ∈ [1, ..,m].
A
B
C
D
E
F
5
6
2
3
3
1
(a) Conﬁguration space with target
poses and weighted connections.
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(b) Conﬁguration space with added
random points to connect the trees.
Fig. 2. The conﬁguration space is mapped to a graph. While random point
R2 is necessary to connect the trees, R1 adds no further value and thus will be
deleted from the graph.
∥∥∥∥a, b
∥∥∥∥ = max
i∈[1,..,m]
[tPTP(ai − bi)] (1)
tPTP(Δϕ) =
⎧⎪⎪⎪⎨⎪⎪⎪⎩
Δϕ
ϕ˙i,max
+
ϕ˙i,max
ϕ¨i
, if Δϕ > ϕ˙i,max
2
ϕ¨i√
2Δϕ
ϕ¨i
, else
(2)
According to these equations, the next neighbors are those
poses which can be reached most quickly with a PTP move-
ment. Thus, each connection between two poses is weighted
with the distance according to the norm (compare numbers on
the connection lines in Fig. 2(a)). Furthermore, the addition of
connections between neighboring poses is restricted by colli-
sions. Thus, the measurement poses are connected to one or
more independent trees. In the schematic example in Fig. 2(a)
two independent trees are formed. In accordance with the PRM,
the building of the conﬁguration space terminates if only one
independent tree exists. In contrast to that, if more than one
independent tree exists, collision-free random poses (R) in the
working space of the robot are generated and added to the net-
work. The corresponding Cartesian positions of these poses are
uniformly distributed in a bounding box surrounding the test
object. The size of the bounding box relative to the size of the
test object is given as a parameter of the algorithm. The orien-
tation is calculated as weighted average of the orientations of
the neighboring measurement poses. Due to this, large changes
in orientation are avoided.
The added poses again are connected with their next neigh-
bors (compare Fig. 2(b)). This iterative procedure reduces the
number of independent trees until all measurement poses are
connected. Independent trees which only contain random poses
will be deleted in a subsequent step.
As the result, all input measurement poses are connected by
one independent tree with collision-free edges in a graph of the
conﬁguration space.
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(a) The optimal path from pose D to
pose F
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(b) Minimal costs for every pair of
poses
Fig. 3. Determination of the optimal path for every possible pair of measure-
ment poses with the A* algorithm based on a heuristic which estimates the
movement time.
3.3. Finding the optimal path between measurement poses
In general, there are multiple diﬀerent paths from a certain
measurement pose to another given pose (for instance due to
added random poses). Therefore, the second major step is to
evaluate possible paths between two given measurement poses
in regard of an optimization criteria due to the requirement of
the traveling salesman problem. In case of inspection systems,
the time of the robot movement has to be minimized. Conse-
quently, the fastest path between two poses is determined to be
the optimal one. For that purpose, the A* algorithm is used for
path search. As shown in section 2, this algorithm always ﬁnds
the optimal path. It uses the already covered path as well as an
estimation for the remaining path in order to get the solution as
fast as possible. Mathematically, this can be described by a cost
function f in dependence of the regarded pose n.
f (n) = g(n) + h(n) (3)
The function g determines the known costs from the start pose
to the regarded pose and the function h estimates the further
costs. The used heuristic has the requirement not to overesti-
mate the costs from the regarded pose to the goal pose. Thus,
the norm corresponding to the movement time of the robot
given in equation 1 can be used as heuristic in the A* algo-
rithm. The norm can be used due to the fact that the movement
time is underestimated by disregarding the acceleration of the
robot joints.
Based on this algorithm for each measurement pose a the
optimal path to another pose b can be found. Figure 3(a) il-
lustrates the determined path from pose D to pose F and vice
versa. For robot-based systems both movements are symmetric
in terms of the used norm.
∥∥∥∥a, b
∥∥∥∥ =
∥∥∥∥b, a
∥∥∥∥ (4)
Thus, the optimal paths for each measurement pose pair and
the corresponding costs can be illustrated in a triangular matrix
(Fig. 3(b)).
As the result of the path search algorithm, the optimal pair-
wise paths between all measurement poses are determined.
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(a) Sequence: A-D-B-C-F-E-F-C-D-
A, costs: 34
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(b) Sequence: A-D-C-F-E-F-C-B-A,
costs: 32
Fig. 4. The sequence found by the Christoﬁdes heuristic (a) is not necessarily
optimal compared to the exact solution presented in (b).
3.4. Calculating a cycle time optimized sequence
After getting optimal, collision-free paths between all mea-
surement poses, a sequence for all poses has to be computed.
For this ﬁnal robot path two requirements must be fulﬁlled:
Firstly, the robot has to move to each measurement pose at least
once. Secondly, the resulting path should be optimal in terms
of the cycle time. This problem corresponds to the solution
of a traveling salesman problem. As shown in section 2, the
Christoﬁdes algorithm is eﬃcient regarding the ratio of com-
puting time and path length. Again, the path length is deﬁned
by the norm used. In the case of robot-based inspection sys-
tems the criteria is the time for a certain movement and thus
the norm given in equation 1 is used. Furthermore, the opti-
mal pairwise paths between two measurement poses are known
from the path ﬁnding algorithm. Fig. 4 shows two determined
sequences of the given example. The sequence found by the
Christoﬁdes algorithm is not necessarily optimal compared to
the exact solution (compare Fig. 4(a) with (b)). Estimating the
worst case, the Christoﬁdes algorithm can result theoretically
in a maximal path length of 1.5-times the optimal path length.
Finally, the result is a collision-free, cycle time optimized
robot path based on the input measurement poses.
4. Validation
The implementation and validation is done using the simu-
lation software 3DCreate from Visual Components. This tool is
used for factory simulation, including industrial robots. There-
with geometries can be generated or imported as CAD-ﬁles.
Most common processes can be simulated using extensive func-
tions. Furthermore, the user has the possibility to design own
applications using Python. This interface is used to implement
the presented approach.
4.1. Experimental setup
The used test bench is shown in Fig. 5 and is composed of
the test object and a Kuka KR90 3100 extra HA with a 3D op-
tical sensor. To validate the developed algorithm, the module
is tested using two exemplary test plans for the inspection of
a car door. Inspection plan A contains 43 measurement poses
and inspection plan B includes 568 measurement poses. All in-
put poses correspond to quality determining features of the test
object.
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(a) Test bench with KUKA KR90 in-
dustrial robot
(b) Simulated test bench in 3DCreate
Fig. 5. The real test bench (a) is simulated via an faculty simulation software
(b) to compute a valid robot path.
4.2. Parameter identiﬁcation
The implemented path planning module can be adjusted by
two parameters. On the one hand, the size of the space for the
distribution of the random poses in terms of the test object vol-
ume can be varied. On the other hand, the number of connected
neighbors for each pose can be chosen (compare section 3.2).
According to the parameter choice, the computing time and
the resulting cycle time can be inﬂuenced. Depending on the
application, a practicable ratio between the computing and cy-
cle time is aimed. For in-line applications, cycle time is the
dominating criteria. When measuring oﬀ-line, a lower comput-
ing time is preferred due to often changing test objects.
For this purpose, a three-level full factorial experimental de-
sign with both parameters is applied. The enlargement of the
space for the distribution of random poses is set to 5 %, 15 %
and 25 %. The number of neighbors is set to 3, 6 and 9. This
leads to 32 = 9 diﬀerent factor combinations. Based on the in-
put poses of inspection plan A and a 20-fold repetition of each
experiment, the dependence between the parameters and the ob-
jectives can be evaluated.
The variation of the number of connected neighbors has an
eﬀect on the cycle time and the computing time. Fig. 6 (left
hand side) illustrates that the cycle time decreases slightly with
a larger number of connected neighbors while the computation
time increases. These opposite dependencies require a weight-
ing between the objectives to evaluate the used number of con-
nected neighbors.
By increasing the space for the distribution of random poses,
the computing time decreases (compare Fig. 6 on the right hand
side). This can be comprehended by the larger average distance
of a random pose to the test object, which is represented as an
obstacle in the conﬁguration space. Due to this, more direct
connections from the random pose to measurement poses can
be found by the algorithm. Consequently, less random poses
are necessary.
4.3. Validation of the algorithm
For the validation of the algorithm, the path is planned 100-
fold for each inspection plan. Fig. 7(a) shows the collision-
free conﬁguration space mapped on the Cartesian space with
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Fig. 6. Summary of the results for the inspection plan A for variation of the
number of neighbors which are connected and the enlargement of the distribu-
tion space for random points.
(a) Collision-free conﬁguration space
with random points
(b) Robot path for 568 measurement
poses
Fig. 7. The ﬁnal robot path visualized in (b) is computed from the connected
graph describing the free conﬁguration space, which is centered around the test
object (a).
the used poses and their connections. The resulting path of the
sensor is illustrated in Fig. 7(b). Furthermore, a path for inspec-
tion plan A is planned manually as reference using 3DCreate.
Table 1 summarizes the results. Compared to the manu-
ally planned path for inspection plan A, the presented approach
shows that the time needed for planning the path is reduced
about 97 %. Moreover, the average movement time per pose is
decreased from 0.65 s for the manually planned path to 0.5 s for
the automated algorithm.
For the inspection plan B an average success rate of 92.2 % is
reached. This means, 7.8 % of the poses could not be included
in the resulting robot path automatically. Fig. 8 illustrates such
a pose. It cannot be connected due to narrow passages, where
the distance between robot and test object would fall below col-
lision tolerance. Thus, no path connecting this pose can be
found. Rejecting such poses and generating alternative poses
for the speciﬁc inspection points will be implemented in future
work.
The average movement time per pose for this test plan with
568 poses is 0.47 s. The shorter movement time can be un-
derstood by considering the density of poses and the resulting
smaller distances between the measurement poses.
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Table 1. Summary of the results of the validation. Values are given with 1σ
conﬁdence region.
Insp. plan A Insp. plan B
Poses 43 43 568
Planning method manual automated automated
Success rate 100 % 100 ± 0 % 92.2 ± 0.6 %
Cycle time 28 s 21.7 ± 2 s 204 ± 22 s
Planning time 120 min 3.4 ± 1.3 min 77.9 ± 4.9 min
Fig. 8. An exemplary measurement pose which cannot be connected to the
graph and thus will lower the success rate of the algorithm.
In summary, the presented automated path planning ap-
proach shows a superior behavior compared to the manual pro-
cess according to the planning time. Furthermore, the method
can be scaled to inspection plans with a high number of mea-
surement poses which hardly can be managed manually. How-
ever, success rates under 100 % require a further improvement
of the algorithm. Another requirement is a possibility to add
measurement poses manually which is ensured by the usage of
an industry-driven simulation software.
5. Conclusion
The approach presented in this paper enables automated pro-
gramming of robot-based inspection systems and thus enhances
the ﬂexibility through minimizing the eﬀort and time for set-up.
The path of the applied industrial robot is computed via sim-
ulation and optimized for low cycle time. Therefore, a partial
collision-free conﬁguration space is built through the use of an
adapted probabilistic roadmap method. Afterwards, valid paths
between the measurement poses are searched within this con-
ﬁguration space with the help of the A* algorithm. In order to
get a minimal cycle time, the sequence of measurements is ﬁ-
nally deﬁned by solving the corresponding traveling salesman
problem using the Christoﬁdes heuristic.
The implementation of the method was done within an
industry-driven simulation software. The subsequent validation
showed that the approach is suitable to cover even large test
plans while the set-up time is lowered signiﬁcantly compared
to manual programming.
Future work will focus on the optimization of the resulting
trajectory. Smoothing the paths is essential to minimize wear
of the robot by preventing jerky movements, while cycle time
can be lowered even more. Furthermore, a practicable way for
synchronization of simulation and real test bench when placing
the test object is crucial for proper operation in an industrial
application.
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