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Abstract
The iMPAcT tool combines the beneﬁts of existing user recurring behaviour (User Interface Patterns) on mobile applications to
facilitate the test automation of Android mobile applications. It uses an automatic exploration process combined with reverse
engineering to identify the existing user interface patterns on a mobile application and then tests those patterns with generic test
strategies (designated Test Patterns). The Test Patterns are deﬁned in a catalogue that can be reused for testing other applications.
However the results obtained by the iMPAcT tool depend on the exploration mode and on the order in which the test strategies are
applied. This paper describes an experiment conducted to evaluate the impact of using diﬀerent exploration modes and of changing
the order by which UI patterns are searched and subsequently tested on the failures found and on the number of events ﬁred.
c© 2016 The Authors. Published by Elsevier B.V.
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1. Introduction
Smartphones have been gaining a strong participation in our daily lives. Furthermore, the number of mobile
applications available has exceeded one million and the number of downloads has exceeded ﬁfty billion[1].
This huge number of applications increases the rivalry among suppliers that need to ensure that their applications
work correctly as thoroughly as possible if they want them to make a stand. Even though there are several approaches
focused on test automation[2–6], the peculiarities of the mobile world, such as new development concepts, like activi-
ties, new interaction gestures and limited memory, make mobile testing a challenging activity [7,8]. The World Quality
Report 2014-15[9] mentions that the greatest challenge for mobile testing is the lack of the right testing processes
and methods, followed by insuﬃcient time to test and the absence of in-house mobile test environments. Thus, it is
extremely important to automate mobile testing.
Reverse engineering[10] is a technique used to aid in test automation as it provides information about the AUT.
When reverse engineering a mobile application, dynamic techniques may be more appropriate than static ones due to
the event-based nature of mobile applications: in this kind of applications most of the content is produced dynamically,
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e.g., the information presented on the screen depends on the order of the events previously ﬁred, which is extremely
diﬃcult to analyse statically.
There are also some studies showing the usefulness of using patterns for mobile testing. In 2009, Erik Nilsson[11]
identiﬁed some recurring problems when developing an Android application and the User Interface (UI) patterns that
could help solve them. In 2013, Sahami Shirazi et al. [12] studied the layout of Android applications trying, among
other goals, to verify if these layouts presented any UI Patterns. They concluded that 75.8% of unique combinations of
elements appeared only once in the application. This study was conducted taking into consideration a static analysis
of the layout and its elements. There is also some literature on the presence of UI Patterns on mobile applications,
such as [13].
One of the main problems of dynamic reverse engineering is the dependence between the order in which the
application is explored and the results obtained. The exploration may be random or guided, i.e., follow an exploration
algorithm, such as depth-ﬁrst.
The iMPAcT tool [14] combines the beneﬁts of existing UI Patterns and reverse engineering to ease mobile test
automation. The tool uses dynamic reverse engineering to detect the presence of UI patterns and then tests them using
generic test strategies, called Test Patterns (more details in Section 3). The results obtained by the tool depend both
on the order in which the diﬀerent events are executed and on the order the diﬀerent patterns are identiﬁed and tested.
This paper reports the results obtained by the iMPAcT tool when using diﬀerent exploration modes and diﬀerent Test
Patterns testing orders.
The remaining of the paper is structured as follows. Section 2 presents some related work. Section 3 describes the
approach implemented in the iMPAcT Tool. Section 4 presents the case study and corresponding results. Section 5
presents the drawn conclusions.
2. Related Work
Model based testing (MBT) approaches generate test cases from models according to coverage criteria. Even
though MBT generates test cases automatically, the eﬀort invested in building the model should not be neglected. To
reduce this eﬀort it is possible to use reverse engineering approaches to extract part of an existing application model
and work from there.
Software reverse engineering has long been a ﬁeld of research. There are several approaches that extract models
from desktop[15–17] and web[18–20] applications. Regarding the mobile world, to the best of our knowledge, there is
no approach focusing Windows Phone applications and only a handful of approaches dealing with iOS application, in
the last years.
Even though reverse engineering approaches can be static (when they analyse the source code), dynamic (when they
analyse the application at run time) or a combination of both (hybrid), the event-based nature of mobile applications
makes the dynamic and hybrid approaches more common. Nevertheless, there are some, like Batyuk et al. [21] who
identify possible security vulnerabilities like unwanted user access, by applying static approaches.
Regardless of the techniques used, the purpose of reverse engineering in the context of mobile applications is to
obtain a model of the application and/or to test it. The work of Yang et al. [22] is an example of the ﬁrst as it presents a
hybrid approach: an initial static phase identiﬁes the possible events to be ﬁred and a second dynamic phase explores
the application by ﬁring those events and analysing their eﬀects on the application. An example of the latter is the
work of Amalﬁtano et al. in 2012[7] which is similar to the exploration phase of the approach presented in this paper
and in 2013[23], in which they generate test cases but follow a dynamic approach with reﬂection and code replacement
techniques.
Mobile application testing (or mobile testing) has been gaining interest by researchers because it presents additional
challenges when compared to the testing of other types of applications, such as, web or desktop[8].
Mobile testing can be performed automatically and the market already oﬀers several automatic options for test case
execution, including the two oﬃcial ones for Android: Espresso1 and UI Automator2. The main diﬀerence between
1 https://developer.android.com/training/testing/ui-testing/espresso-testing.html
2 https://developer.android.com/training/testing/ui-testing/uiautomator-testing.html
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these frameworks is that Espresso only enables interacting with the application under testing while UI Automator
enables interacting with the device and all its applications and settings.
According to Gao et al. [24], the main mobile testing purposes are: UI testing, mobile connectivity testing, usability
testing and mobility testing; and the four main testing approaches are: emulation-based testing, device-based testing,
cloud testing and crowd based testing.
There are several works focused on mobile testing. For instance, Amalﬁtano et al. [25] automate crash testing on
Android applications, Machiry et al. [26] generate inputs to test the application and Costa et al. [27] generate test cases
from a pattern-based model of the application and Nasim et al. [28] identify malicious code automatically injected in
the application’s source code.
Usually tests can not be exhaustive and, thus, it is necessary to select which tests to perform or to select a subset
of the overall behaviour to test. There are some recent approaches that only test recurring behaviour on software
applications, the so called UI Patterns [27,29–31].
Even though the presence of patterns can be useful for testing mobile applications [11,12], sometimes, diﬀerent
approaches focus on diﬀerent types of patterns. For instance, Hu and Neamtiu [32] associate the notion of pattern
with possible failure classes, i.e., typical places where failures can occur (activities, events); Batyuk et al. [21] deﬁne
a pattern as a set of malicious accesses; Amalﬁtano et al. [23] consider three types of patterns: GUI patterns, event
patterns and model patterns; and Costa et al. [27] consider UI Test Patterns.
The patterns from Amalﬁtano et al. and from Costa et al. have some similarities with the ones presented in
this paper. Amalﬁtano et al. deﬁne GUI and event patterns which represent the behaviour based on the GUI of the
application and on Android system events, respectively. The UI Patterns presented in this paper can be related either
to the GUI or to the system’s events like detecting the presence of a side drawer or detecting if a certain resource is
being used. Thus, the patterns from Amalﬁtano et al. are closely related to patterns deﬁned in this paper (UI Patterns).
The deﬁnition of Test Patterns used by Costa et al. is the same as the one used on this paper.
3. Approach
The iMPAcT tool automates the testing of recurring behaviour (UI patterns) present on Android mobile applica-
tions. Beyond the description provided in this paper it is possible to ﬁnd more details of the iMPAcT tool in [14,33].
The testing approach supported by the iMPAcT tool is depicted in Figure 1 and has four main characteristics:
1. the goal is to test recurring behaviours, i.e., UI patterns;
2. the whole process is completely automatic;
3. it is an iterative process combining automatic exploration, reverse engineering and testing;
4. the reverse engineering process is fully dynamic, i.e., the source code is never accessed and no code instrumen-
tation is required.
Fig. 1. Block Diagram of the Architecture of the Approach [34]
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The approach follows an iterative process in which each iteration is composed of three phases:
1. Exploration: the screen is read, i.e., the set of elements visible on the screen is identiﬁed along with their
properties (clickable, enabled, position, ...) and the events that can be ﬁred. From those events, one is randomly
chosen and ﬁred;
2. Pattern Matching: after an event is ﬁred, the iMPAcT tool identiﬁes the UI Patterns that are present on the screen.
The UI Patterns to be identiﬁed are deﬁned in a catalogue;
3. Tester: When a UI Pattern is matched, the corresponding test strategy (Test Pattern) in the catalogue is applied.
Whenever a failure is found it is reported.
Identiﬁcation of events
The decision of which event to execute is random. However, the set of events available for execution depends on
the exploration mode set by the user:
1. execute once: only events that have not yet been executed are considered;
2. prioritise not executed: The choice is initially made among the events that have not yet been ﬁred. However, it is
possible to run an event a second time if all available events have already been ﬁred and if this event is necessary
to provide access to a screen that still has not executed events;
3. prioritise list items and not executed: this mode is similar to the previous one with two diﬀerences: events
executed on elements belonging to a list have priority relatively to the remaining ones, and the “click on the App
button” event is only selected when there are no more events to ﬁre. The main advantage of this mode is that it
tries to ﬁre all possible events of each screen before going back, which is usually the result of clicking on the
App button.
Stop Condition
When no event is available the back button is pressed in order to try to reach the previous screen. When this action
takes the exploration to the home screen of the device, i.e., exits the application, the exploration stops.
Patterns Catalogue
The catalogue of patterns contains the UI Patterns to be identiﬁed and the corresponding Test Patterns to test them.
This catalogue is deﬁned only once and may be reused for any Android mobile application. A Pattern (both UI and
Test) is formally deﬁned as a set of tuples <G, V, A, C, P>, in which:
G is the ID (goal) of the pattern;
V is a set of pairs [variable, value] relating input data with the variables involved;
A is the sequence of actions to perform;
C is the set of checks to perform;
P is the precondition (boolean expression) deﬁning the conditions in which the pattern should be applied.
In order to apply a pattern, the tester needs to provide (conﬁgure) the value for each variable (in V). It is possible
to use the same pattern several times with diﬀerent conﬁgurations. As such, applying a pattern consists in: if the
pre-condition (P) holds, a sequence of actions (A) is executed with the corresponding input values (V). In the end, a
set of checks (C) is performed. When identifying a pattern (Pattern Matching), the preconditions result indicates if
the tool should try to identify the pattern and the result of the checks indicates whether or not the pattern is present.
When applying a Test Pattern (Tester), the preconditions result indicates if the corresponding test strategy should be
applied and the result of the checks indicates whether or not the pattern is correctly implemented.
In this paper two patterns are used. The ﬁrst one is the side drawer pattern: the UI Pattern detects the presence of
a side drawer also know as navigation drawer, and the corresponding Test Pattern veriﬁes if it takes up the full height
of the screen. The second one is the Orientation Pattern: the UI Pattern veriﬁes if it is possible to rotate the screen and
the corresponding Test Pattern veriﬁes 1) if rotating the screen does not make any widgets disappear and 2) if rotating
the screen does not make any user input disappear. More details may be found in[34].
4. Case Study
As explained in Section 3, it is possible to select the exploration mode (1-execute once, 2-prioritise not executed,
3-prioritise list items and not executed) as well as to deﬁne in which order the patterns are identiﬁed and, thus,
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tested. Altering these settings may change the results obtained: diﬀerent failures may be detected and a diﬀerent
number of events may be executed. The percentage of executed events is calculated according to the number of events
identiﬁed by the tool during the exploration. It is not possible to know the total number of possible events for a mobile
application because some events may not be reached while exploring.
The goal of these experiments is to compare the results obtained by three diﬀerent exploration modes and two
diﬀerent testing orders. Thus, during the experiment, we apply three diﬀerent exploration modes combined with two
diﬀerent testing orders, i.e., test the side drawer before orientation and vice-versa. This makes a total of six diﬀerent
executions modes for each application.
Tables 1 and 2 present the results obtained when exploring the Tomroid3 and Book Catalogue4 applications, re-
spectively. Each of the six execution modes were run several times for each application since the results obtained
depend on the events ﬁred (which are chosen randomly). As such, the data presented in Tables 1 and 2 is an average
of the diﬀerent executions:
• orientation failures: average of failures detected in the orientation pattern. There is no column for the failures
related to the side drawer pattern because there were no signiﬁcant diﬀerences detected;
• execution time: average of the time taken in each execution;
• events identiﬁed: maximum number of events identiﬁed in the execution mode;
• % of events: average percentage of executed events over events identiﬁed in each execution;
• % of events over execution mode: the average percentage of executed events over the maximum number of
events identiﬁed by executions of the same exploration mode and testing order;
• % of events over exploration mode: the average percentage of executed events over the maximum number of
events identiﬁed by executions of the same exploration mode (regardless of testing order);
• % of events over all executions: the average percentage of executed events over the maximum number of events
identiﬁed by all executions (regardless of testing order or exploration mode).
Table 1. Results obtained when applying diﬀerent execution modes to Tomdroid
Testing
Order
Orientation
failures
Execution
Time
Events
identiﬁed
% of
events
% events over
execution
mode
% events over
exploration
mode
% events over
all executions
exploration mode 1: execute only once
SD-O 1 2m 4s 410ms 76 52.7 33.6 33.6 24
O-SD 2.75 2m 8s 402ms 51 67.6 54 36.2 26
exploration mode 2: priority to not executed
SD-O 1.75 5m 45s 466ms 106 85.6 63 63 63
O-SD 2.75 5m 50s 584ms 89 76.3 75 63 63
exploration mode 3: priority to not executed and list items
SD-O 2 5m 39s 951ms 89 82.2 74.5 65.6 62.5
O-SD 2.5 5m 47s 346ms 101 76.8 61.1 61.1 59.15
By analysing the results obtained on the Tomdroid application present in Table 1, it is possible to state that:
• when the orientation pattern is tested before the side drawer pattern the number of failures detected increases;
• the exploration modes 2 and 3 take more time than exploration mode 1;
• the percentage of executed events during exploration mode 2 is higher than with exploration mode 1;
• the results in terms of time and % of events over exploration mode are very similar;
• all the results of the exploration mode 2 and exploration mode 3 are very similar i.e., in the case of Tomdroid it
is indiﬀerent which of these modes is used.
The diﬀerence in the execution time between exploration mode 1 and exploration modes 2 and 3 is to be expected
as the ﬁrst one executes a much lower number of events (identiﬁes less events and executes a smaller percentage of
3 https://play.google.com/store/apps/details?id=org.tomdroid&hl=en
4 https://play.google.com/store/apps/details?id=com.eleybourn.bookcatalogue&hl=en
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the events). The diﬀerence in the overall results between mode 1 and modes 2 and 3 shows that the two last modes
enable a more thorough exploration of the application, which leads to more failures being found.
Moreover, a more thorough analysis of the report makes it possible to conclude that, when testing the orientation
pattern before testing the side drawer pattern, it detects the failure: “when rotating the screen after opening the More
Options menu, one of the available options disappears”as depicted in Figure 2.
Fig. 2. The More Options menu of Tomdroid before and after rotation
Table 2. Results obtained when applying the diﬀerent exploration modes and pattern orders to Book Catalogue
Testing
Order
Orientation
failures
Execution
Time
Events
identiﬁed
% of
events
% events over
execution
mode
% events over
exploration
mode
% events over
all executions
exploration mode 1: execute only once
SD-O 5.75 4m 27s 362ms 141 45.6 25 25 5.4
O-SD 9 5m 15s 798ms 141 50.5 23.3 23.3 6.5
exploration mode 2: priority to not executed
SD-O 13.25 13m 24s 297ms 372 54 34.3 34.3 19.5
O-SD 12.75 8m 32s 318ms 230 52.7 34.4 20.8 12.1
exploration mode 3: priority to not executed and list items
SD-O 23.75 34m 1s 170ms 653 79.1 52.2 52.2 52.2
O-SD 33.25 32m 13s 346ms 418 83.6 76.1 48.7 48.7
By analysing the results obtained on the Book Catalogue application, it is possible to state that:
• the number of failures found in the orientation pattern is, generally, higher when testing the orientation ﬁrst;
• the time of exploration does not vary with the testing order but varies with exploration modes. The exploration
time of exploration 3 is seven times the amount of the time for exploration mode 1;
• the diﬀerent percentages of executed events do not vary with the testing order but are aﬀected by the exploration
mode;
• the percentage of executed events (over events identiﬁed in each execution) is similar in the ﬁrst two exploration
modes (around 50%);
• exploration mode 3 identiﬁes more events and presents higher percentages of executed events than the other
modes.
Taking this into consideration it is possible to conclude that the exploration mode 3 provides a more thorough
exploration as it identiﬁes more events and still executes a higher percentage of events. It also detects more failures.
However, it takes much longer to execute than the other exploration modes.
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5. Conclusions
The iMPAcT tool provides an automatic way of exploring and testing Android applications. It relies on a cata-
logue of UI patterns and the corresponding test strategies (Test Patterns) that can be applied to any Android mobile
application. However, the results depend both on the exploration mode and on the testing order. This paper presents
a case study to assess the impact of these variations. With this case study it is possible to conclude that: 1) the testing
order aﬀects the number of failures detected but it does not signiﬁcantly aﬀect the number of events identiﬁed nor the
percentage of events executed nor the exploration time;
2) the two latter exploration modes (2 and 3) provide a more thorough exploration and, thus, detect more events; 3)
when dealing with bigger applications, exploration mode 3 enables a more thorough exploration than the other modes;
4) For smaller applications the diﬀerence between the modes 2 and 3 is not that signiﬁcant; 5) the exploration mode
aﬀects the overall time and number of events identiﬁed but it does not necessarily aﬀect the number of failures found.
The main advantage of this testing approach is the automation. However, it is only capable of testing the UI patterns
within the pattern catalogue. Thus, it is important to improve such catalogue with additional patterns in the future.
Moreover, we also intend to improve the visualisation of the results. At this moment the tool saves the ﬁred events in
a log ﬁle and shows the patterns and failures found.
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