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3Resumen
Los so´lidos r´ıgidos son un caso especial de un sistema de part´ıculas, donde la distancia
relativa entre dos puntos cualquiera del sistema permanece constante.
El objetivo de nuestro proyecto es el desarrollo e implementacio´n en lenguaje C++ de
una API que permita modelar y simular el comportamiento de los so´lidos r´ıgidos. Este
comportamiento tiene dos facetas: la correspondiente a cada cuerpo en solitario (transla-
ciones, rotaciones) y la debida al contacto entre varios (colisio´n y equilibrio). Para ello es
necesario aplicar conceptos relacionados con la meca´nica (cinema´tica y dina´mica del so´lido
r´ıgido), el ana´lisis nume´rico (me´todos de resolucio´n de ecuaciones diferenciales ordinarias)
y la geometr´ıa computacional (deteccio´n de colisiones).
Adema´s de la API hemos desarrollado varios ejemplos que muestran diversas capaci-
dades de e´sta. Para la visualizacio´n de estos ejemplos hemos utilizado la librer´ıa gra´fica
OpenGL. No obstante, se ha procurado que la representacio´n gra´fica de las escenas simu-
ladas sea completamente independiente de su estructura interna.
El resultado de este proyecto puede ser aplicado a diversos campos, como la progra-
macio´n de videojuegos y simulacio´n de sistemas f´ısicos.
Abstract
Rigid bodies are a special case of particle systems where the relative distance between
each pair of points of the system remain constant.
Our project’s aim is to develop and provide a C++ implementation of an API which
allow us to model and simulate rigid bodies’ behaviour, which has two aspects: the one
corresponding to each body by itself (translations and rotations) and the one due to contact
among bodies (collision and balance). In order to achieve this, concepts related to rigid body
mechanics (kinematics and kinetics), numerical analysis (ordinary differential equations
solving methods) and computational geometry (collision detection) must be applied.
In addition to this API, several examples have been developed to show its capabilities.
OpenGL graphics library has been used to render these examples. However, our purpose
was to isolate the graphical representation of simulated scenes of its inner structure.
Our project’s result can be applied to many areas, like game programming and simula-
tion of physical systems.
Palabras clave: so´lido r´ıgido, deteccio´n de colisiones, impulso, resting contact, simu-
lacio´n, bounding box.
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Cap´ıtulo 1
Dina´mica del So´lido Rı´gido
1.1. Introduccio´n
En f´ısica se utiliza el concepto de so´lido r´ıgido como idealizacio´n de los cuerpos so´li-
dos. En un so´lido r´ıgido la distancia entre dos puntos cualesquiera del mismo es siempre
la misma, independientemente de las fuerzas que actu´en sobre e´l; es decir, no admite de-
formaciones. La rama de la f´ısica encargada del estudio de este tipo de cuerpos se conoce
como Dina´mica del So´lido Rı´gido.
1.2. Cinema´tica del So´lido Rı´gido
Para poder llevar a cabo la simulacio´n de un objeto debemos almacenar su posicio´n y su
orientacio´n. La primera la expresaremos mediante un vector x(t), que indica la translacio´n
del centro de masas del objeto con respecto al origen de coordenadas de la escena.
La representacio´n de una orientacio´n en el espacio no es tan sencilla. En tres dimen-
siones, la rotacio´n de un objeto tiene tres grados de libertad, por lo que en principio
bastar´ıan tres escalares para representarla, lo que se conoce como los a´ngulos de Euler.
Expresamos cada rotacio´n mediante tres a´ngulos (roll, pitch, yaw). Esta representacio´n
resulta muy intuitiva, fa´cil de visualizar y o´ptima en espacio. Sin embargo, el modelado
de las ecuaciones de movimiento utilizando esta representacio´n conlleva ciertos problemas:
uno de ellos es la aparicio´n de cosenos en el denominador de la ecuacio´n, lo cual implica
el tratamiento de casos “especiales” cuando el a´ngulo correspondiente es π/2 o´ −π/2 para
evitar la divisio´n por cero.
Otra forma que tenemos para expresar las rotaciones es utilizando una matriz de 3x3,
llamadamatriz de rotacio´n,R(t). La forma geome´trica de un so´lido r´ıgido puede definirse de
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Figura 1.1: Rotacio´n alrededor del eje z
forma invariable en un sistema de coordenadas local. Si tenemos la descripcio´n geome´trica
de un objeto en dicho sistema local, podemos transformarla al sistema de coordenadas
global con ayuda de x(t) y R(t). En efecto, las coordenadas de un punto en el sistema
de coordenadas local (p) y en el sistema de coordenadas global (p’) quedan relacionadas
mediante la siguiente expresio´n:
p’ = R(t) p+ x(t) (1.1)
Para realizar, por ejemplo, una rotacio´n sobre el eje z (Figura 1.1) utilizar´ıamos la
matriz:
R =

 cos θ −sen θ 0sen θ cos θ 0
0 0 1


Las matrices de rotacio´n son ortogonales, es decir, su determinante es 1, y al multiplicar-
las por su transpuesta obtenemos la matriz identidad (RRT = 1). Es importante conservar
esta propiedad de ortogonalidad durante la simulacio´n, ya que a medida que se realizan
operaciones con las matrices pueden aparecer errores de redondeo, que pueden provocar
que el determinante se aleje de 1. En este caso, la matriz no especificar´ıa so´lo una rotacio´n:
podr´ıa tambie´n transladar y escalar los objetos. Otra desventaja de esta representacio´n es
que se necesitan nueve escalares para almacenar una rotacio´n. Los quaterniones (Seccio´n
1.6) ofrecen una representacio´n ma´s eficiente.
Para modelar el movimiento y el giro de los objetos necesitamos otras dos magnitudes:
La velocidad lineal se define como:
v =
dx
dt
(1.2)
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Para representar el giro utilizamos la velocidad angular, ω. La velocidad angular es un
vector. La direccio´n del vector muestra el eje alrededor del cual el objeto esta´ girando,
mientras que su mo´dulo indica la rapidez del giro. La velocidad angular se relaciona con la
matriz de rotacio´n mediante la siguiente expresio´n:
dR
dt
= ΩR (1.3)
Donde:
Ω =

 0 −ωz ωyωz 0 −ωx
−ωy ωx 0


La derivacio´n de esta ecuacio´n se describe detalladamente en [Bar97c].
Una propiedad interesante de la matriz Ω es que para cualquier vector v:
Ωv = ω × v (1.4)
En efecto:
Ωv =

 0 −ωz ωyωz 0 −ωx
−ωy ωx 0



 vxvy
vz

 =

 ωyvz − ωzvyωzvx − ωxvz
ωxvy − ωyvx

 = ω × v
En ciertas ocasiones sera´ necesario calcular la velocidad lineal en un determinado punto
p (en el sistema de coordenadas local) del so´lido r´ıgido en movimiento. Derivando a ambos
lados de la ecuacio´n (1.1) obtenemos:
dp’
dt
=
dR
dt
p+
dx
dt
Utilizando las ecuaciones (1.2) y (1.3) tenemos:
v’ = Ω R p+ v
= Ω (R p+ x− x) + v
= Ω (p’− x) + v
= ω × (p’− x) + v
Donde v’ indica la velocidad del punto p’ (en el sistema de coordenadas global) y v la
velocidad del centro de masas del cuerpo. La expresio´n para v’ se separa, por tanto, en dos
componentes: una lineal (v) y otra angular ω × (p’− x).
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1.3. Propiedades de masa del So´lido Rı´gido
Las propiedades de masa de un so´lido r´ıgido son importantes en el estudio del com-
portamiento de este tipo de cuerpos, ya que la velocidad (tanto lineal como angular) y la
respuesta a la aplicacio´n de una fuerza esta´n en funcio´n de dichas propiedades.
En primer lugar, la masa de un objeto es la medida que indica la resistencia que ofrece
un cuerpo a ser desplazado. Cuanto mayor es la masa, ma´s dif´ıcil sera´ cambiar su estado
de movimiento. La masa total de un cuerpo podr´ıa calcularse sumando las masas de todas
las part´ıculas elementales que lo conforman; para cada part´ıcula elemental se calculara´ su
masa multiplicando su densidad (ρ) por su volu´men. Tendr´ıamos una expresio´n de la forma:
m =
∫
ρ dV
En el caso de cuerpos con densidad uniforme, la expresio´n ser´ıa m = ρV . No obstante,
en la API RBS la masa de un cuerpo se supondra´ ya especificada por el progra-
mador, por lo que no se procedera´ a su ca´lculo en ningu´n caso.
Otro concepto importante es el centro de gravedad de un so´lido r´ıgido, que es el punto
dentro del mismo alrededor del cual se encuentra la masa uniformemente distribu´ıda. En
te´rminos de dina´mica de rotacio´n, es el punto en el que puede actuar cualquier fuerza sin
causar una rotacio´n en el so´lido. Este punto lo especificamos en el sistema de coordenadas
global de la escena; para su ca´lculo habr´ıa que dividir el so´lido en infinitas masas elemen-
tales, cada una con su centro, para posteriormente multiplicar para cada una su centro y su
masa, sumarlas todas y dividir el resultado entre la masa total del so´lido. Esto conllevar´ıa
el ca´lculo de integrales sobre el volu´men del cuerpo, al igual que en la ecuacio´n anterior.
No obstante, en nuestro caso podemos dividir el so´lido en una cantidad n finita de masas
elementales, obteniendo la siguiente expresio´n:
CM =
(
∑n
i=1 ximi ,
∑n
i=1 yimi ,
∑n
i=1 zimi)∑n
i=1mi
(1.5)
En el caso de las formas geome´tricas ba´sicas, el centro de masas suele ser fa´cil de calcular
(Figura 1.2). No obstante, cuando se manejan mallas de pol´ıgonos que describen una
forma arbitraria consideraremos que se trata de un sistema de part´ıculas en el que la masa
total del cuerpo se encuentra repartida uniformemente entre los distintos ve´rtices que la
componen. En estos casos se utilizara´ la Ecuacio´n 1.5 para calcular el centro de masas.
Otra propiedad de relevancia para el movimiento de los cuerpos es su momento de
inercia. El momento de inercia mide la distribucio´n radial de la masa de un cuerpo a lo largo
de un eje de rotacio´n. Al igual que la masa indicaba la resistencia de un objeto al movimiento
lineal, el momento de inercia indica la resistencia de un objeto al movimiento rotacional,
pero a diferencia de la anterior, e´sta var´ıa segu´n el eje de rotacio´n que consideremos.
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Figura 1.2: Posicio´n del centro de masas para formas geome´tricas ba´sicas.
Dado que el valor del momento de inercia depende del eje de rotacio´n que se considere,
debemos expresar el momento de inercia de un cuerpo mediante un tensor. Un tensor,
al igual que un vector, es una expresio´n matema´tica que tiene magnitud y direccio´n. Sin
embargo, a diferencia del vector, la magnitud no es u´nica, sino que depende de la direccio´n.
En particular, el momento de inercia de un cuerpo es un tensor de segundo orden, y puede
formularse en te´rminos de una matriz 3x3:
I =

 Ixx −Ixy −Ixz−Iyx Iyy −Iyz
−Izx −Izy Izz


Donde:
Ixx =
∫
(y2 + z2) dV Ixy = Iyx =
∫
xy dV
Iyy =
∫
(z2 + x2) dV Iyz = Izy =
∫
yz dV
Izz =
∫
(x2 + y2) dV Ixz = Izx =
∫
zx dV
Cabe destacar que para cualquier cuerpo existe una orientacio´n tal que I es una matriz
diagonal. Si el cuerpo a tratar tiene una geometr´ıa simple (esfera, parelelep´ıpedo, cono,
cilindro), podemos calcularla fa´cilmente mediante las fo´rmulas resultantes de resolver cada
integral (Figura 1.3). Estas fo´rmulas se utilizara´n en RBS para las geometr´ıas ba´sicas.
En el caso de las mallas con geometr´ıa arbitraria, tendremos que utilizar me´todos
nume´ricos para el ca´lculo de I. Un me´todo sencillo consiste en discretizar el so´lido de-
limitado por la malla en un sistema de n part´ıculas. Suponiendo que ri es la posicio´n de
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Figura 1.3: Tensor de inercia para el cilindro: Ixx = Izz = (1/4)mr
2 + (1/12)ml2 Iyy =
(1/2)mr2. Tensor de inercia para la esfera: Ixx = Iyy = Izz = (2/5)mr
2
la i-e´sima part´ıcula con respecto al centro de masas del cuerpo y mi es su masa, podemos
expresar su tensor de inercia como:
I =
n∑
i=1

 mi(r2iy + r2iz) −mirixriy −mirixriz−miriyrix mi(r2ix + r2iz) −miriyriz
−mirizrix −mirizriy mi(r
2
ix + r
2
iy)

 (1.6)
Para discretizar el so´lido en un sistema de part´ıculas tendremos que crear una caja
que lo delimite y tomar muestras dentro de la caja. Cuando una muestra cae dentro del
so´lido (acierto) an˜adimos la matriz correspondiente a la matriz que tenemos acumulada.
La descripcio´n de este proceso podemos encontrarla en el Algoritmo 1.1.
E´ste es el me´todo utilizado en RBSpara las mallas de pol´ıgonos. Otros me´todos ma´s
precisos para el ca´lculo del tensor de inercia, basados en el teorema de Green ([Kap91])
pueden encontrarse en [Mir96a].
1.4. Dina´mica del So´lido Rı´gido
Los responsables de causar cambios en la velocidad de un objeto son las fuerzas. Segu´n
la Primera Ley de Newton, todo cuerpo persevera en su estado de reposo o movimiento a
menos que la accio´n de una fuerza le obligue a cambiarlo.
En el estudio de un so´lido r´ıgido se realiza distincio´n entre fuerza (F) y torque (τ). La
primera es la responsable del movimiento lineal de una part´ıcula, mientras que el segundo
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I← 0; aciertos← 0
Calcular la caja delimitadora del poliedro
para cada muestra (x, y, z) tomada dentro de la caja delimitadora:
si (x, y, z) se encuentra dentro del poliedro entonces
I← I+

 y2 + z2 −x ∗ y −x ∗ z−x ∗ y x2 + z2 −y ∗ z
−x ∗ z −y ∗ z x2 + y2


aciertos← aciertos+ 1
fsi
fpara
I← I ∗ (m/aciertos)
Algoritmo 1.1: Ca´lculo del tensor de inercia mediante toma de muestras
Figura 1.4: Rotacio´n provocada por una fuerza
es el responsable del movimiento rotacional y se expresa en te´rminos de F. El torque se
define como:
τ = (r− x)× F (1.7)
Donde r es el punto de aplicacio´n de la fuerza (en el sistema de coordenadas global) y
x es la posicio´n del centro de masas del objeto. Por tanto, cuanto mayor es la distancia
del punto de aplicacio´n al centro de masas, mayor sera´ el torque y viceversa. Adema´s, la
direccio´n del torque es la misma que la direccio´n de la velocidad angular que e´ste provoca
(Figura 1.4).
Cuando en un cuerpo actu´an varias fuerzas Fi, la fuerza externa total F es la suma de
todas ellas. A´na´logamente, el torque externo total es la suma de todos los torques.
El momento lineal de una part´ıcula se define como el producto de la masa por su
velocidad (pi = mivi). En el caso de un sistema de part´ıculas, el momento total del sistema
es igual a la suma del momento de todas las part´ıculas que lo forman.
P =
n∑
i=1
Pi
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Un resultado importante es que el momento lineal total de un so´lido r´ıgido es el mismo que
el momento lineal que tendr´ıa una part´ıcula con la misma masa y velocidad que el mismo.
P = Mv (1.8)
Ahora bien, necesitamos una ecuacio´n que relacione la fuerza total externa aplicada
sobre un objeto y el cambio de velocidad lineal que e´ste sufre a consecuencia. E´sta relacio´n
viene dada por la Segunda Ley de Newton:
F =
dP
dt
(1.9)
Para describir el cambio de velocidad angular de un objeto necesitamos una magnitud
ana´loga al momento lineal. Esta magnitud es el momento angular (L), que viene definido
por la ecuacio´n:
L = Iω (1.10)
Y del mismo modo que la fuerza total provoca variacio´n en el momento lineal, es el
torque quie´n provoca variacio´n en el momento angular:
τ =
dL
dt
(1.11)
1.5. Simulacio´n de So´lidos Rı´gidos independientes
En RBS la simulacio´n se realiza por ciclos. Existe un estado para cada objeto, que
indica su posicio´n, orientacio´n, etc. Al principio de cada ciclo de simulacio´n se comprueban
las fuerzas que actu´an sobre e´l, y los torques correspondientes. Posteriormente se actualiza
el estado de los objetos atendiendo a estas fuerzas, con lo que finaliza el ciclo.
Las magnitudes que se almacenan para cada objeto (y por tanto definen su estado) son:
Posicio´n
Orientacio´n
Momento lineal
Momento angular
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Estas cuatro magnitudes conforman el vector de estado Y:
Y(t) =


x(t)
R(t)
P(t)
L(t)

 (1.12)
Ahora bien, para cada paso de simulacio´n necesitaremos saber la variacio´n de dicho
estado:
dY(t)
dt
=


dx(t)/dt
dR(t)/dt
dP(t)/dt
dL(t)/dt

 =


v(t)
Ω(t)R(t)
F(t)
τ(t)

 (1.13)
¿Podemos conocer la variacio´n a partir de nuestra representacio´n del estado? La res-
puesta es s´ı, ya que:
La fuerza total (F) la podemos conocer sumando las fuerzas individuales que actu´an
sobre nuestro objeto, y e´stas vienen especificadas por el usuario de la API.
El torque (τ) se puede calcular mediante su definicio´n a partir de la ecuacio´n (1.7).
La velocidad lineal podemos despejarla de la ecuacio´n (1.8), sin ma´s que despejar v:
v(t) =
P(t)
M
La matriz Ω esta´ en funcio´n de la velocidad angular ω. Esta u´ltima puede conseguirse
despejando a partir de la definicio´n del momento angular (1.10) :
ω(t) = I−1(t)L(t)
Con respecto al ca´lculo de I−1, hay que tener en cuenta que se trata de la matriz inversa
del tensor de inercia asociado a la orientacio´n actual del objeto. Los me´todos vistos en la
seccio´n 1.3 calculaban I atendiendo al sistema de coordenadas local del objeto, por lo que
habr´ıa que recalcular I en cada paso de simulacio´n para poder utilizarlo en la ecuacio´n
anterior. Esto resultar´ıa muy costoso desde el punto de vista de la eficiencia. Afortunada-
mente, se puede deducir una ecuacio´n que transforma el tensor de inercia expresado en
coordenadas locales al expresado en coordenadas globales:
I(t) = R(t)I0R(t)
T
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Donde I0 es el tensor de inercia expresado en coordenadas locales al objeto, que es el
que se calculara´ al principio de la simulacio´n utilizando lo comentado en la seccio´n 1.3.
Podemos aprovechar la propiedad de ortogonalidad de R para deducir:
I−1(t) = (R(t) I0 R(t)
T )−1
= (R(t)T )−1 I−10 (R(t))
−1
= R(t) I−10 R(t)
T
El ca´lculo del nuevo estado Y’ a partir del estado inicial Y y de dY/dt requiere la
utilizacio´n de me´todos nume´ricos para el ca´lculo de ecuaciones diferenciales, que se vera´n
en el Cap´ıtulo 2.
1.6. Quaterniones
En la Seccio´n 1.2 hemos visto que la orientacio´n de un objeto en el espacio pod´ıa
representarse mediante a´ngulos de Euler o matrices de rotacio´n. A continuacio´n veremos
otra representacio´n que tambie´n puede utilizarse para describir rotaciones: los quaterniones.
Los quaterniones son una extensio´n de los nu´meros reales, del mismo modo que lo son
los nu´meros complejos. Mientras que en e´stos u´ltimos se contaba con una unidad imaginaria
i que cumpl´ıa i2 = −1, en los quaterniones disponemos de varias unidades imaginarias: i,
j y k, que cumplen:
i2 = j2 = k2 = ijk = −1
Un quaternion q suele escribirse en la forma:
q = qn + qxi+ qyj + qzk qn, qx, qy, qz ∈ R
Aunque tambie´n puede escribirse en la forma [qn,v], donde v es un vector con tres
componentes (las qx, qy y qz). Los quaterniones permiten varias operaciones como la suma
y multiplicacio´n (ver Figura 1.5).
Como hemos dicho anteriormente, un quaternio´n puede utilizarse para describir una
rotacio´n en el espacio. En este sentido consideramos un vector unitario v que representa un
eje de rotacio´n arbitrario. Para expresar una rotacio´n θ alrededor de dicho eje el quaternio´n
correspondiente queda de la siguiente forma:
q =
[
cos
(
θ
2
)
, sin
(
θ
2
)
v
]
Como |v| = 1, se puede demostrar fa´cilmente que |q| = 1.
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Dados p = [np,vp],q = [nq,vq],vp = (px, py, pz),vq = (qx, qy, qz):
Suma: q+ p = [nq + np, (xq + xp)i+ (yq + yp)j + (zq + zp)k]
Producto por escalar: λq = [λnq, λvq]
Producto: q · p = [nqnp − vq · vp, nqvp + npvq + (vq × vp)]
Conjugado: q¯ = [nq,−vq]
Mo´dulo: |q| =
√
n2q + q
2
x + q
2
y + q
2
z
Inversa: q−1 = q¯
q·q¯
Figura 1.5: Operaciones con quaterniones
Al contrario que con las matrices de rotacio´n, aqu´ı tenemos so´lo cuatro para´metros en
lugar de nueve; por otro lado los quaterniones resultan mucho ma´s fa´ciles de normalizar que
las matrices de rotacio´n. Esto hace que sean la opcio´n preferida a la hora de representar
rotaciones en el espacio. Para rotar un punto basta con multiplicar por el quaternio´n a la
izquierda y por su conjugado a la derecha:
p’ = qpq¯ (1.14)
Recordemos que si hubie´semos utilizado matrices de rotacio´n, tendr´ıamos que aplicar:
p’ = Rp (1.15)
Combinando (1.14) y (1.15) podemos obtener la siguiente fo´rmula que permite calcular
la matriz de rotacio´n equivalente a un quaternio´n:
R =

 1− 2(q2y + q2z) 2qxqy − 2nqqz 2nqqy + 2qxqz2qxqy + 2nqqz 1− 2(q2x + q2z) −2nqqx + 2qyqz
−2nqqy + 2qxqz 2nqqx + 2qyqz 1− 2(q
2
x + q
2
y)

 (1.16)
Tambie´n nos interesara´ transformar la matriz de rotacio´n a quaternio´n, es decir, la
transformacio´n inversa. Seam la matriz de rotacio´n de origen cuyos elementos se distribuyen
de la siguiente forma: 

m[0] m[4] m[8] m[12]
m[1] m[5] m[9] m[13]
m[2] m[6] m[10] m[14]
m[3] m[7] m[11] m[15]


y q el quaternio´n que queremos obtener. El proceso se muestra en el Algoritmo 1.2.
Una vez definidos los quaterniones debemos incorporarlos al vector de estado, que queda
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si(m[0] > m[5] ∧ m[0] > m[10])
S =
√
1,0 +m[0]−m[5]−m[10] * 2;
q.x = 0.25 * S;
q.y = (m[1] + m[4]) / S;
q.z = (m[8] + m[2]) / S;
q.n = (m[6] - m[9]) / S;
sino si(m[5] > m[10])
S =
√
1,0 +m[5]−m[0]−m[10] * 2;
q.x = (m[1] + m[4]) / S;
q.y = 0.25 * S;
q.z = (m[6] + m[9]) / S;
q.n = (m[8] - m[2]) / S;
sino
S =
√
1,0 +m[10]−m[0]−m[5] * 2;
q.x = (m[8] + m[2]) / S;
q.y = (m[6] + m[9]) / S;
q.z = 0.25 * S;
q.n = (m[1] - m[4]) / S;
Algoritmo 1.2: Algoritmo de transformacio´n de la matriz de rotacio´n m al quaternio´n q.
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de la siguiente forma:
Y(t) =


x(t)
q(t)
P(t)
L(t)

 (1.17)
El problema consiste ahora en la obtencio´n de una expresio´n para la derivada de q(t),
para obtener el siguiente estado. Supongamos que el cuerpo esta´ rotando a una velocidad
angular constante de ω(t). Tras un lapso de tiempo ∆t la rotacio´n producida sera´:[
cos
(
θ
2
)
, sin
(
θ
2
)
v
]
=
[
cos
(
|ω(t)|∆t
2
)
, sin
(
|ω(t)|∆t
2
)
ω(t)
|ω(t)|
]
Ahora bien, el objeto ten´ıa una orientacio´n inicial (q(t0)). Combinando la nueva rotacio´n
con dicha orientacio´n tenemos:
q(t0 +∆t) =
[
cos
(
|ω(t0)|∆t
2
)
, sin
(
|ω(t0)|∆t
2
)
ω(t0)
|ω(t0)|
]
q(t0)
Al hacer t = t0 +∆t:
q(t) =
[
cos
(
|ω(t0)|(t− t0)
2
)
, sin
(
|ω(t0)|(t− t0)
2
)
ω(t0)
|ω(t0)|
]
q(t0)
Lo cual resulta, tomando la derivada con respecto a t a ambos lados de la ecuacio´n (ver
[Bar97c] para la derivacio´n completa):
dq
dt
=
1
2
ωq (1.18)
Donde ω representa realmente al quaternion [0, ω]
1.7. Detalles de implementacio´n
En esta seccio´n se describira´ la parte de la interfaz RBS encargada de modelar los
objetos que conforman una escena, sus propiedades de masa, las fuerzas que actu´an sobre
ellos y los efectos producidos por dichas fuerzas.
1.7.1. Elementos matema´ticos ba´sicos
En primer lugar implementamos las clases que representan elementos matema´ticos tales
como vectores, matrices y quaterniones. Estas clases sera´n utilizadas en toda la API.
Se implementaron las siguientes clases:
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rbsVector3: Las instancias de esta clase representan vectores en el espacio. Adema´s
de permitir el acceso a cada una de las tres componentes por separado, proporciona
operaciones sobre estos: suma, resta, multiplicacio´n por un escalar, producto escalar,
producto vectorial, etc.
rbsMatriz3x3: Encapsula una matriz de tres filas y tres columnas. No obstante,
cabe destacar que por motivos de eficiencia a la hora de realizar la representacio´n
gra´fica de una escena con OpenGL, las matrices esta´n internamente representadas
como vectores de 16 elementos. La disposicio´n de elementos en el vector se encuentra
representada de la siguiente forma:


m[0] m[4] m[8] m[12] = 0
m[1] m[5] m[9] m[13] = 0
m[2] m[6] m[10] m[14] = 0
m[3] = 0 m[7] = 0 m[11] = 0 m[15] = 1


Siendo m un vector de 16 elementos. La clase implementa adema´s las operaciones
habituales sobre las matrices: suma, resta, producto por un escalar, producto por
otra matriz, ca´lculo de la inversa, ca´lculo del determinante, etc.
rbsQuaternion: Los objetos de esta clase agrupan un componente escalar y uno
vectorial (rbsVector3). Adema´s del acceso a cada una de estas componentes, permite
operaciones tales como la suma, resta, producto, conjugado, etc.
1.7.2. Estructura de la escena
El usuario de la API debera´ en primer lugar crear los distintos objetos cuyo compor-
tamiento se quiere simular. Posteriormente se deben an˜adir a una instancia de la clase
rbsEscena. E´sta se encargara´ de agrupar los objetos y de avanzar la simulacio´n cuando se
requiera.
Por tanto, podemos considerar la escena como un contenedor de instancias de la clase
rbsObjeto. Una escena puede contener varios objetos pero un objeto so´lo puede formar
parte de una escena. rbsObjeto es una clase abstracta y, por tanto, no se puede instanciar
directamente. Las instancias deben crearse de una de sus tres subclases:
rbsParticula: Las instancias de e´sta clase no guardara´n ninguna informacio´n sobre
el comportamiento rotacional. Esto es, so´lo pueden desplazarse pero no pueden rotar.
Se corresponde con la idealizacio´n en Meca´nica de una part´ıcula.
rbsRotacional: Se comportan de manera contraria a las part´ıculas. Pueden rotar,
pero no desplazarse.
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Figura 1.6: Componentes de la escena
rbsEscena::rbsEscena()
Constructor de la clase.
void rbsEscena::InsertarObjeto(rbsObjeto *)
An˜ade un objeto nuevo a la escena.
void rbsEscena::Eliminar(rbsObjeto *)
Elimina un objeto de la escena.
TIPOREAL rbsEscena::GetTiempo()
Obtiene el tiempo de simulacio´n actual.
TIPOREAL rbsEscena::SiguienteEstado(TIPOREAL tiempo)
Avanza la simulacio´n una determinada cantidad de tiempo.
Cuadro 1.1: Me´todos ma´s importantes de la clase rbsEscena
rbsSolidoRigido: Agrupan las propiedades de las dos clases anteriores: Pueden des-
plazarse y rotar. Guardan informacio´n sobre el comportamiento lineal (desplazamien-
to) y el rotacional.
Los comportamientos lineal y rotacional podra´n activarse y desactivarse posteriormente
mediante los correspondientes me´todos de rbsObjeto. No obstante, no podra´n activarse
los comportamientos para los que el objeto no haya sido disen˜ado. Por ejemplo, no se puede
activar el comportamiento rotacional de una part´ıcula ni el comportamiento lineal de un
objeto rotacional.
1.7.3. Propiedades de masa de un objeto
Las propiedades de masa de un objeto comentadas en la Seccio´n 1.3 se encuentran
separadas de la clase rbsObjeto. En particular, el tensor de inercia y la masa forman
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void rbsObjeto::AplicarFuerza(rbsFuerza *fuerza)
An˜ade una fuerza ma´s a la lista de fuerzas del objeto.
const rbsVector3 &rbsObjeto::GetPosicion() const
const rbsRotacion *rbsObjeto::GetRotacion() const
Obtiene la posicio´n y orientacio´n actuales del objeto.
const rbsGeometria *rbsObjeto::GetGeometria() const
Obtiene una referencia constante a la geometr´ıa asociada al objeto.
rbsComportamientoLineal *rbsObjeto::GetComportamientoLineal()
Obtiene el comportamiento lineal del objeto, esto es, el que var´ıa su posicio´n. En
instancias de rbsRotacional devuelve NULL.
rbsComportamientoRotacional *rbsObjeto::GetComportamientoRotacional()
Obtiene el comportamiento rotacional del objeto, esto es, el que var´ıa su orientacio´n.
En instancias de rbsParticula devuelve NULL.
void rbsObjeto::SetComportamientoRotacionalActivo(bool activo)
void rbsObjeto::SetComportamientoLinealActivo(bool activo)
Activa/Desactiva cada uno de los comportamientos por separado.
void rbsObjeto::ApilarEstado()
Guarda el estado actual del objeto en la pila de estados asociada a e´ste.
void rbsObjeto::SetComportamientoLinealActivo(bool activo)
Restaura el estado que se encuentra en la cima de la pila asociada al objeto.
rbsVector3 rbsObjeto::VelocidadPunto(const rbsVector3 &punto) const
Calcula la velocidad lineal de un determinado punto del objeto.
Cuadro 1.2: Me´todos ma´s importantes de la clase rbsObjeto
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Figura 1.7: Jerarqu´ıa de la clase rbsGeometria
const TIPOREAL &rbsGeometria::GetMasa() const
Acceso a la masa del objeto
const rbsMatriz3x3 &rbsGeometria::GetTensorInercia(rbsRotacion*)
const rbsMatriz3x3 &rbsGeometria::GetTensorInerciaInv(rbsRotacion*)
Acceso al tensor de inercia del objeto (y su inverso) a partir de su orientacio´n.
Cuadro 1.3: Me´todos relevantes de la clase rbsGeometria
parte de la clase rbsGeometria. Un objeto siempre contiene una referencia a una instancia
de esta clase, que a su vez puede ser compartida con ma´s objetos.
Hay distintos tipos de geometr´ıa: esferas, conos, cilindros, mallas, etc. (Figura 1.7) Cada
instancia de rbsGeometria contiene adema´s informacio´n espec´ıfica de cada geometr´ıa. Por
ejemplo, de la geometr´ıa rbsEsfera se guarda el radio. La finalidad de estas propiedades
es, por una parte, el dibujo por pantalla y por otro lado, servir de entrada al algoritmo de
ca´lculo de colisiones correspondiente.
1.7.4. Estado de un objeto
Hemos visto anteriormente que el estado de un objeto estaba formado por cuatro com-
ponentes: posicio´n, momento lineal, rotacio´n y momento angular. Las dos primeras forman
parte del comportamiento lineal de un objeto, mientras que las dos segundas corresponden
a su comportamiento rotacional.
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Figura 1.8: Modos de especificar una rotacio´n
La posicio´n de un objeto la podemos representar fa´cilmente mediante un rbsVec-
tor3. Sin embargo, en la rotacio´n tenemos dos alternativas posibles: rbsMatriz3x3 y
rbsQuaternion. Por defecto se ha escogido la representacio´n del quaternio´n, aunque el
usuario puede especificar el uso de una matriz 3x3 mediante el me´todo SetModoRotacion().
De hecho, se tiene una clase abstracta rbsRotacion superclase de estas dos representa-
ciones, que especifica los me´todos que deben implementar las dos subclases. Contiene me´to-
dos para la transformacio´n a a´ngulos de Euler y viceversa, transformacio´n de un punto,
ca´lculo de la rotacio´n inversa y normalizacio´n.
Por otro lado, las clases encargadas de la modificacio´n del estado de la escena son
rbsComportamientoLineal y rbsComportamientoRotacional. Contienen, respecti-
vamente, el momento lineal y el momento angular del objeto y proporcionan me´todos de
acceso a e´stos. Permiten adema´s establecer el umbral mı´nimo de momento por debajo del
cual el objeto se considera parado (me´todo SetMomentoMinimo()).
A medida que transcurre la simulacio´n, las rotaciones pueden desnormalizarse como
consecuencia de errores de redondeo. La matriz 3x3 puede dejar de especificar una rotacio´n
y el quaternio´n puede dejar de tener mo´dulo 1. Para evitar esto se realizan normaliza-
ciones regulares de la orientacio´n actual del objeto. El nu´mero de pasos de simulacio´n
que deben transcurrir entre normalizacio´n y normalizacio´n se especifica en el me´todo
SetIntervaloNormalizacion() del comportamiento rotacional.
Por u´ltimo, el comportamiento lineal y rotacional de un objeto hacen uso de una instan-
cia de la clase rbsEDO, encargada de la resolucio´n de ecuaciones diferenciales ordinarias.
E´sto se vera´ en el Cap´ıtulo 2.
1.7.5. Fuerzas aplicadas a un objeto
Como se ha visto en la seccio´n 1.5, para poder determinar el siguiente estado de los
objetos es necesario conocer las fuerzas que actu´an sobre e´l en un determinado instante
de tiempo. Por ello sera´ necesario disponer de me´todos que nos permitan aplicar fuerzas a
objetos y determinar las fuerzas a las que esta´ sometido un objeto.
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Aplicacio´n de una fuerza
Cuando se define una fuerza sera´ necesario indicar:
El objeto al que afecta.
El intervalo de tiempo en el que actu´a.
La funcio´n que determina su mo´dulo y direccio´n.
La funcio´n que determina el punto de aplicacio´n sobre el objeto.
En una primera aproximacio´n el usuario de la API introduc´ıa so´lo un vector y un punto
de aplicacio´n antes de cada paso de simulacio´n, y la nueva fuerza resultante era acumulada
en una variable situada en rbsComportamientoLineal llamada fuerzaTotal. Cuando
se aplicaba una fuerza tambie´n se modificaba el momento de fuerzas (torque) resultante;
e´ste se acumulaba en una variable localizada en rbsComportamientoRotacional lla-
mada momentoFuerzas. Estas variables eran inicializadas con valor (0, 0, 0). Al hacer un
paso de simulacio´n y calcular el siguiente estado del objeto se aplicaban e´stas variables
acumuladoras, que volv´ıan a tomar valor nulo al final del paso de simulacio´n1.
Esto resultaba ser muy limitado, ya que so´lo nos permit´ıa aplicar fuerzas justo antes de
un paso de simulacio´n, esto es, fuerzas instanta´neas. Por tanto no tendr´ıa sentido utilizar
el me´todo de Runge-Kutta en el ca´lculo del siguiente estado, ya que nos dar´ıa el mismo
resultado que Euler. (Ver Cap´ıtulo 2)
Vistas las limitaciones de la primera aproximacio´n decidimos buscar una alternativa que
nos permitiese aplicar fuerzas que actu´asen en intervalos de tiempo y no u´nicamente en un
paso de simulacio´n. Hemos creado una clase rbsFuerza. Cada objeto tiene una estructura
en la que se almacenan todas las fuerzas. Dicha estructura es una instancia de la clase
rbsFuerzas
Cuando sea necesario conocer el valor de la fuerza total que actu´a sobre un cuerpo en un
instante de tiempo determinado, se consultara´ a dicha estructura, que a su vez recorrera´ y
sumara´ todas las fuerzas almacenadas que este´n activas en ese tiempo.
Jerarqu´ıa de la clase rbsFuerza
La clase rbsFuerza es abstracta, ya que hemos considerado que tanto el punto de
aplicacio´n como el vector puedan variar con el tiempo y, por tanto, puedan ser especificadas
por el programador en una subclase de e´sta. Los me´todos que se debera´n implementar en
los distintos tipos de fuerzas se muestran en el Cuadro 1.4.
1Esto es necesario, ya que en otro caso las fuerzas estar´ıan actuando en todos los pasos de simulacio´n.
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rbsFuerza::rbsFuerza(TIPOREAL tiempoInicio)
Constructor de la clase. Dado que rbsFuerza es abstracta, so´lo puede ser llamado
desde el constructor de una subclase. Se le pasa como para´metro el tiempo de inicio
del intervalo en que va a estar activa la fuerza.
rbsVector3 GetPuntoAplicacion(TIPOREAL tiempo, rbsObjeto* objeto)
Devuelve el punto de aplicacio´n de la fuerza sobre el objeto en el tiempo indicado.
rbsVector3 GetVector(TIPOREAL tiempo, rbsObjeto* objeto)
Devuelve el vector de la fuerza sobre el objeto en el tiempo indicado.
bool HaFinalizado(TIPOREAL tiempo)
Devuelve true si la fuerza ha finalizado (el tiempo que se pasa como parametro es
posterior al final del intervalo) y false en caso contrario.(Me´todo abstracto)
string GetTipo()
Devuelve el tipo de la fuerza.(Me´todo abstracto)
Cuadro 1.4: Me´todos de la clase abstracta rbsFuerza
A continuacio´n veremos las distintas subclases de rbsFuerza y las relaciones que hay
entre ellas. Las fuerzas se caracterizan por un intervalo de tiempo de aplicacio´n y por una
funcio´n que determina su valor y punto de aplicacio´n. Atendiendo a su duracio´n hemos
decidido clasificarlas en:
Fuerzas instanta´neas: Se aplican en un u´nico instante de tiempo. Para estas fuerzas
so´lo es necesario indicar el tiempo inicial del intervalo, ya que el tiempo de finalizacio´n
coincide con el inicial. Al actuar so´lo en un instante de tiempo no es necesario una
funcio´n que determine la fuerza a lo largo de tiempo, basta con saber el vector fuerza
que se quiere aplicar. Por tanto, en este tipo de fuerzas solo necesitamos conocer
tiempo de inicio, vector de fuerza y punto de aplicacio´n.
Fuerzas temporales: en este caso es necesario determinar el instante de comienzo y
el instante de fin de la fuerza. Tambie´n sera´ necesario conocer el vector de la fuerza y
el punto de aplicacio´n en cada instante del intervalo. Por lo tanto, si queremos definir
una nueva fuerza temporal se tendra´ que crear una clase que extienda a rbsFuerza-
Temporal e implemente los metodos GetVector() y GetPuntoAplicacion().
En nuestro caso hemos implementado una fuerza temporal invariable, es decir,
que tanto el vector como el punto de aplicacio´n de la fuerza permancen constantes
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durante su intervalo de actuacio´n.
Fuerzas Perpetuas: a este tipo pertenecen aquellas fuerzas que tienen un tiem-
po de inicio, pero no tienen finalizacio´n. Al igual que en las fuerzas temporales se
precisa conocer el vector y el punto de aplicacio´n de la fuerza en cada instante del
intervalo. Por tanto, si se quiere definir una fuerza perpetua habra´ que crear una
clase que extienda a rbsFuerzaPerpetua e implemente los metodos GetVector() y
GetPuntoAplicacion().
Como ejemplo ma´s representativo de fuerza perpetua tenemos el caso de la gravedad.
En este caso de fuerza perpetua el punto de aplicacio´n es constante y se corresponde
con el centro de masas del objeto. El vector de fuerza var´ıa con el tiempo de la
siguiente forma: en primer lugar calculamos la gravedad existente en la altura a la
que se encuetra el objeto:
g = g0
(
1− 2
objeto→ GetPosicion()→ y
RadioT
)
En donde:
g0 = 9,81m/s
2
RadioT = Radio de la Tierra = 6371000 m
La fuerza de gravedad so´lo tiene componente y. Por tanto:
Fy = g ∗ objeto→ GetMasa()
Fgravedad = (0, Fy, 0)
Gestio´n de fuerzas dentro de un objeto.
Como ya se ha comentado con anterioridad, cada objeto dispondra´ de un vector de
fuerzas. En realidad este vector de fuerzas sera´ una estructura implementada por nosotros.
La clase encargada de implementar esta estructura es rbsFuerzas, que permite las opera-
ciones indicadas en el Cuadro 1.5. Al final de cada paso de simulacio´n, se borrara´n todas
las fuerzas que ya no actu´en sobre el objeto, mediante el me´todo BorrarFuerzas().
1.7.6. Propiedades adicionales
Adema´s de los me´todos de rbsObjeto antes comentados, se pueden asociar propiedades
especificadas por el usuario a un objeto (por ejemplo, su color). Cada propiedad esta´ un´ıvo-
camente determinada por una cadena que indica su nombre. Pueden an˜adirse propiedades
mediante el me´todo SetPropiedad(). Cada propiedad an˜adida debe ser una subclase de
rbsPropiedad.
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rbsFuerzas::rbsFuerzas(rbsObjeto* objeto)
Constructor de la clase. Se le pasa como para´metro el objeto al que va a pertenecer
la estructura de fuerzas.
void AnadirFuerza(rbsFuerza *fuerza);
An˜ade la fuerza a la estructura.
void BorrarFuerzas(TIPOREAL tiempoFinal)
Elimina aquellas fuerzas que hayan expirado en el instante de tiempo que se pasa
como para´metro.
void BorrarTodasFuerzas()
Elimina todas las fuerzas de la estructura.
rbsVector3 GetFuerzaResultante(TIPOREAL tI, TIPOREAL tF)
Devuelve la fuerza total en el intervalo de tiempo [tI,tF] especificado. La fuerza
total es la suma de todas las fuerzas que actu´an en ese intervalo. Por lo tanto se
recorren todas las fuerzas, se comprueban si su intervalo de actuacio´n se solapa con
el intervalo que pasamos como parametro y, en caso afirmativo, la fuerza se suma a
una variable acumuladora (fuerza total).
rbsVector3 GetMomentoFuerzasResultante(TIPOREAL tI, TIPOREAL tF)
Devuelve el momento de fuerzas resultante de todas las fuerzas que actu´an en el
intervalo indicado. El momento de fuerzas total es la suma de todos los momentos de
fuerzas.
Cuadro 1.5: Me´todos de la clase rbsFuerzas
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Figura 1.9: Jerarqu´ıa de la clase rbsFuerza
1.7.7. Bucle principal de la escena
Con las clases implementadas hasta el momento podemos elaborar una primera imple-
mentacio´n del paso de simulacio´n. Un paso de simulacio´n consiste en el avance del estado de
todos los objetos de la escena una determinada cantidad de tiempo. Dicho paso se produce
mediante una llamada al me´todo SiguienteEstado(t) de la clase rbsEscena.
Como au´n no tratamos colisiones con otros objetos ni contacto, el paso de simulacio´n
resulta ser bastante sencillo, ya que los objetos son totalmente independientes unos de otros
y puede realizarse el paso de cada uno por separado. Esto implica que los objetos pueden
interpenetrar entre ellos.
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rbsEscena :: SiguienteEstado(t)
para cada objeto o de la escena hacer
o→ SiguienteEstado(t)
fpara
tiempoEscena := tiempoEscena+ t
rbsSolidoRigido :: SiguienteEstado(t)
si el comportamiento lineal esta´ activo entonces
comportamientoLineal→SiguientePosicion(t)
fsi
si el comportamiento rotacional esta´ activo entonces
comportamientoRotacional→SiguienteRotacion(t)
fsi
rbsComportamientoLineal :: SiguientePosicion(t)
v := P
MasaObjeto
x := objeto→GetPosicion()
〈P’,x’〉 := resolutorEDO → CalcularSiguienteEstado(P, x, v, F(t), t)
P := P’
objeto→SetPosicion(x’)
rbsComportamientoRotacional :: SiguienteRotacion(t)
ω := I−1objetoL
R := objeto→GetRotacion()
Ω :=

 0 −ωz ωyωz 0 −ωx
−ωy ωx 0


〈L’,R’〉 := resolutorEDO → CalcularSiguienteEstado(L, R, ΩR, τ(t),t)
L := L’
objeto→SetRotacion(R’)
Algoritmo 1.3: Primera versio´n del paso de simulacio´n
Cap´ıtulo 2
Resolucio´n de EDOs
Hemos visto anteriormente que en RBS la simulacio´n se realiza por pasos. Cada paso
consist´ıa en la variacio´n del estado de los objetos de la escena. Dicha variacio´n ven´ıa
representada por la ecuacio´n 1.13 si se utilizan matrices 3x3 para representar la orientacio´n
del objeto. En el caso de que se utilizasen quaterniones, deb´ıamos sustituir la segunda
componente de la variacio´n del vector estado por la ecuacio´n 1.18, obteniendo:
dY(t)
dt
=


dx(t)/dt
dq(t)/dt
dP(t)/dt
dL(t)/dt

 =


v(t)
1
2
ωq(t)
F(t)
τ(t)

 (2.1)
Simplificando el problema al caso de una u´nica dimensio´n, tratamos de resolver ecua-
ciones del tipo:
du
dt
= f(u, t)
Es lo que se conoce una ecuacio´n diferencial ordinaria (EDO). Gra´ficamente podemos
visualizarla como un campo vectorial (Figura 2.1(a)), donde se indica la variacio´n de u.
Particularmente estamos interesados en asociar un valor inicial a la ecuacio´n diferencial,
de modo que la funcio´n que obtengamos como solucio´n de dicha ecuacio´n sea u´nica (Figura
2.1(b)).
Esta clase de problemas son especialmente u´tiles en la simulacio´n de so´lidos r´ıgidos,
donde nuestros objetos tienen un estado inicial. Partiendo de dicho estado y mediante las
cuatro ecuaciones que determinan su variacio´n podemos calcular la evolucio´n de un objeto
a lo largo del tiempo.
Dado que la variacio´n de estado de un objeto viene determinada por las fuerzas que
actu´an sobre e´l y que dichas fuerzas son especificadas arbitrariamente por el usuario de la
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(a) Sin valor inicial (b) Con valor inicial (0,0)
Figura 2.1: Campo vectorial originado por la EDO du/dt = 2t
API, no podemos en principio encontrar una solucio´n anal´ıtica a las ecuaciones diferenciales.
Por esta razo´n, la resolucio´n de EDOs se realizara´ nume´ricamente. Dicha resolucio´n
consistira´ en tomar pasos discretos a lo largo del tiempo y evaluar la funcio´n f en
cada paso.
Hay varios me´todos para la resolucio´n nume´rica de EDOs. En la API RBS han sido
implementados los me´todos de Euler y Runge-Kutta de orden 4. El usuario puede especificar
que´ me´todo aplicar.
2.1. Me´todo de Euler
Es el me´todo nume´rico ma´s sencillo. Partiendo de un estado inicial u0 en el tiempo t0,
podemos realizar una estimacio´n de u en un tiempo t0 + h (siendo h el taman˜o del paso).
Dicha estimacio´n viene dada por:
u(t0 + h) = u0 + h
du
dt
(t0) (2.2)
En la Figura 2.2 podemos observar una comparacio´n de la solucio´n obtenida por el
me´todo de Euler con la funcio´n obtenida anal´ıticamente en la ecuacio´n du/dt = 2t. El
me´todo de Euler con valores de h grandes no es muy preciso. Si disminuimos el taman˜o
del paso de simulacio´n podemos obtener resultados ma´s exactos. Sin embargo, taman˜os
de paso demasiado pequen˜os pueden hacer que la simulacio´n sea poco eficiente. Un buen
me´todo de resolucio´n de EDOs deber´ıa permitir taman˜os de paso mayores.
Para saber de que´ modo podemos mejorar este me´todo, tenemos que averiguar previa-
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Figura 2.2: Visualizacio´n del me´todo de Euler con h = 0,1
mente el error producido. Suponiendo u cont´ınua, podemos expresar su valor al final del
paso de simulacio´n como una serie de Taylor:
u(t0 + h) = u(t0) + h
du(t0)
dt
+
h2
2!
d2u(t0)
dt2
+ · · ·+
hi
i!
diu(t0)
dti
+ · · · (2.3)
Si nos quedamos con los dos primeros te´rminos de la serie y descartamos el resto ob-
tenemos la ecuacio´n 2.2. El error cometido es igual a la diferencia entre la serie de Taylor
completa y el paso de Euler. Vemos que dicho error es del orden del taman˜o del paso elevado
al cuadrado (O(h2)). El me´todo de Runge-Kutta de orden 4, que se describe a continuacio´n,
permite reducir este error.
2.2. Me´todo de Runge-Kutta de orden 4
Si en la ecuacio´n 2.3 nos quedamos con los primeros cinco te´rminos, en lugar de dos,
obtenemos:
u(t0 + h) = u(t0) + h
du(t0)
dt
+
h2
2!
d2u(t0)
dt2
+
h3
3!
d3u(t0)
dt3
+
h4
4!
d4u(t0)
dt4
(2.4)
El problema pasa ahora por evaluar las derivadas segunda, tercera y cuarta de u. En
[BF98] se muestra una explicacio´n del ca´lculo completo.
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La fo´rmula para el ca´lculo de u(t0 + h) resulta:
u(t0 + h) = u0 +
1
6
k1 +
1
3
k2 +
1
3
k3 +
1
6
k4
donde:
k1 = hf(u0, t0)
k2 = hf
(
u0 +
k1
2
, t0 +
h
2
)
k3 = hf
(
u0 +
k2
2
, t0 +
h
2
)
k4 = hf
(
u0 +
k3
2
, t0 + h
)
Como hemos eliminado los te´rminos de la serie de Taylor a partir del sexto, el error
cometido es de O(h5). Esta mejora1 en la precisio´n se produce a costa de evaluar cuatro
veces la funcio´n f . No obstante, al permitir taman˜os de paso ma´s grandes, este me´todo
supera al de Euler en eficiencia. Por tanto, este sera´ el me´todo utilizado por defecto
en RBS .
2.3. Detalles de implementacio´n
Como ya hemos visto, es necesario disponer de una funcio´n que resuelva el problema del
ca´lculo del siguiente estado aplicando uno de los dos me´todos vistos. Para ello crearemos
una clase rbsEDO que nos proporcionara´ dicha funcio´n. Segu´n el me´todo de integracio´n
los ca´lculos que se realizan dentro de la funcio´n cambian, por tanto la clase rbsEDO
sera´ abstracta y sera´ necesario crear una subclase que la implemente para cada uno de
los me´todos. En nuestro caso tenemos dos me´todos (Euler y Runge-Kutta), por tanto
tendremos dos clases que implementara´n a rbsEDO. En la figura 2.3 podemos ver el
diagrama de clases empleado.
Por tanto la principal funcio´n de rbsEDO sera´ la encargada de calcular el siguiente
estado aplicando Euler o Runge-Kutta. La funcio´n esta´ definida de la siguiente forma:
virtual void Resolver (TIPOREAL estadoInicio[],TIPOREAL estadoFinal[],
int longitudVectorEstado,TIPOREAL tiempoInicio,
TIPOREAL tiempoFin, rbsObjeto* objeto,
dydtfunc dydt)=0
1En realidad so´lo tenemos una mejora para taman˜os de paso h comprendidos entre 0 y 1. En ese caso,
h2 > h5. Valores entre 0,01 y 0,03 suelen ser buenas medidas para el taman˜o del paso.
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Figura 2.3: Diagrama de herencias para la clase rbsEDO
Como vemos, se necesita conocer el estado de partida, el tiempo actual y el tiempo final
(que es igual a tiempo actual + tiempo de paso) y la funcio´n que calcula la derivada del
estado (dydt).
Este me´todo sera´ implementado por las distintas clases que hereden de rbsEDO apli-
cando el me´todo de integracio´n oportuno.
Con respecto a la funcio´n dydt que se pasa como para´metro en Resolver y calcula la
derivada, esta funcio´n tiene la siguiente cabecera:
typedef void (*dydtfunc)(TIPOREAL tiempo, TIPOREAL tiempoPaso,
TIPOREAL y[], TIPOREAL ydot[],
rbsObjeto* objeto);
donde y es el estado actual, ydot la derivada del estado actual, tiempo es el tiempo de
simulacio´n en que nos encontramos y tiempoPaso es el paso de simulacio´n que se va a dar
(es necesario conocerlo para poder determinar las fuerzas que actu´an).
El sistema se puede dividir en comportamiento rotacional y comportamiento lineal.
Vamos a hacer los ca´lculos de forma independiente, pues ya hemos visto que dichos com-
portamientos pueden estar activos o no. Por lo tanto, se necesita definir dos funciones, que
se corresponden con la derivada del comportamiento lineal y derivada del comportamiento
rotacional.
El uso del resolutor se hace en SiguientePosicion(TIPOREAL tiempo) de rbsCom-
portamientoLineal y en SiguienteRotacion(TIPOREAL tiempo) de la clase rbsCom-
portamientoRotacional. Adema´s en estas clases esta´n definidas las funciones Derivada
Lineal y DerivadaRotacional que tendra´n la cabecera vista arriba y sera´n las funciones
dina´micas que pasaremos al me´todo Resolver del resolutor.
El usuario puede elegir el me´todo de resolucio´n que desea emplear en el ca´lculo del
estado siguiente. Cada objeto tendra´ su forma de obtener el siguiente estado y podra´ ser
seleccionada a trave´s de las siguientes funciones:
void rbsObjeto::SetMetodoDerivada(rbsMetodoDerivada nuevoMetodo)
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Elige el me´todo de integracio´n que sera´ aplicado. rbsMetodoDerivada es un enumerado
en donde se guardan los tipos disponibles: RBSEULER o RBSRUNGEKUTTA.
rbsMetodoDerivada rbsObjeto::GetMetodoDerivada()
Devuelve el tipo me´todo de integracio´n activo.
Cap´ıtulo 3
Deteccio´n de colisiones
3.1. Introduccio´n
En este cap´ıtulo veremos co´mo detectar las colisiones entre los distintos tipos de geo-
metr´ıas de las que se dispone en la API RBS (ver Figura 1.7). A la hora de detectar las co-
lisiones y calcular los puntos de contacto que se han producido, nos encontramos con varias
aproximaciones. Por ejemplo, podemos encerrar los so´lidos r´ıgidos en cilindros, esferas,
paralelep´ıpedos, etc. y calcular las colisiones entre estas geometr´ıas ba´sicas. No obstante,
estas aproximaciones no nos dan, en general, los puntos de contacto reales que se han pro-
ducido en la colisio´n, sino puntos aproximados. Por otro lado, dado que estas geometr´ıas
ba´sicas ocupan ma´s volu´men que los so´lidos reales a los que “envuelven” podr´ıan detectarse
colisiones entre objetos que no esta´n ocurriendo realmente (Figura 3.1). Por lo tanto, este
enfoque no es adecuado para nuestros propo´sitos de crear un API que se aproxime, en la
medida de lo posible, a la realidad.
As´ı pues, en RBS se implementan diversos algoritmos espec´ıficos para cada
geometr´ıa que determinen de modo exacto los puntos de contacto. No obstante, tambie´n
utilizaremos cajas envolventes para descartar colisiones entre objetos (esto se vera´ en la
Seccio´n 5.1). En las siguientes secciones iremos viendo los algoritmos empleados y exami-
naremos su eficiencia.
A partir de ahora, para todos nuestros algoritmos debemos tener en cuenta que por
errores de redondeo en las operaciones necesitamos introducir una constante TOL, cuyo
valor sera´ no mayor de 0.01. Los valores por debajo de dicha constante se considerara´n 0.
Del mismo modo, los valores cuya diferencia sea menor que TOL se considerara´n iguales.
Todos los algoritmos devolvera´n un vector de contactos. Cada contacto sera´ una
instancia de la clase rbsContacto, que modela un punto de contacto entre dos objetos.
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Figura 3.1: Contacto detectado entre dos cuerpos con geometr´ıa arbitraria (gris), utilizando
esferas envolventes. Se ha detectado una colisio´n, aunque los cuerpos no esta´n en contacto.
3.2. La clase rbsContacto
En todos los algoritmos so´lo encontramos dos tipos de contactos:
Contactos entre ve´rtice/cara.
Contactos entre arista/arista.
Los contactos entre ve´rtice/ve´rtice, y ve´rtice/arista se consideran casos degenerados y
no se detectan ni se tratan en la simulacio´n.
Los atributos que componen esta clase son:
Las referencias a los dos objetos que esta´n en contacto. Estos objetos sera´n referidos
como A y B.
El punto de contacto. Se especifica en coordenadas globales de la escena.
Vector normal de contacto. Por convenio, este vector debe apuntar hacia el objeto
A
Arista 1 de contacto. Pertenece al primer objeto y so´lo se aplica en contactos
arista/arista.
Arista 2 de contacto. Pertenece al segundo objeto y so´lo se aplica en contactos
arista/arista.
Un valor booleano que indica si se trata de un contacto entre ve´rtice/cara o entre
arista/arista.
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Figura 3.2: Colision entre esferas. Como la distancia entre los centros es mayor que la suma
de los radios, las esferas no esta´n colisionando.
3.3. Colisio´n entre esferas
E´ste es el algoritmo de coliso´n ma´s sencillo. So´lo se detectara´ como ma´ximo un punto
de contacto, que se considerara´ ve´rtice/cara. Para ello, una primera idea ser´ıa calcular la
distancia que hay entre los centros de las esferas y compararla con la suma de los radios
(Figura 3.2). No obstante, al calcular la distancia entre dos puntos (los centros), es necesario
utilizar una ra´ız cuadrada, que computacionalmente es bastante costosa de realizar. Para
mejorar la eficiencia del algoritmo, eliminaremos esta ra´ız.
Dadas las posiciones de las esferasXa yXb y sus respectivos radios ra y rb, la interseccio´n
existe si se cumple que:
|Xa −Xb| ≤ ra + rb
Elevando al cuadrado, esto equivale a:
(Xax −Xbx)
2 + (Xay −Xby)
2 + (Xaz −Xbz)
2 ≤ (ra + rb)
2
Con lo que hemos eliminado la ra´ız cuadrada. Si llamamos D a la parte izquierda de la
ecuacio´n, es decir, D = (Xax−Xbx)
2+(Xay −Xby)
2+(Xaz −Xbz)
2 y R a la parte derecha,
R = (ra + rb)
2, conclu´ımos que:
Si D = R (con tolerancia TOL), entonces se produce colisio´n entre ambas esferas. El
punto de contacto estara´ en la recta que une los centros y es muy sencillo deducirlo
a partir de los radios.
Si D < R, entonces se produce interpenetracio´n entre las esferas.
Si D > R, entonces no se produce ni colisio´n ni interpenetracio´n.
Por lo tanto, el coste de este algoritmo es constante (O(1)).
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3.4. Colisio´n entre esfera y paralelep´ıpedo
La idea ba´sica de este algoritmo se basa en que la esfera podra´ colisionar con una arista
o con una de las caras del paralelep´ıpedo. Por lo tanto, trataremos la deteccio´n de colisio´n
esfera-arista y esfera-cara. Por otra parte, debemos tener en cuenta que en una hipote´tica
colisio´n entre ambos cuerpos so´lo se producira´ un punto de contacto.
El paralelep´ıpedo viene definido por su posicio´n y orientacio´n y por el alto, ancho y
largo que ocupa. Por lo tanto, antes de nada necesitaremos generar las aristas y caras
del paralelepipedo, teniendo en cuenta sus caracter´ısticas y su rotacio´n. Las aristas vienen
definidas por dos puntos (sus extremos) y las caras (planos) por dos vectores directores y
el punto origen de ambos.
Puesto que los planos del paralelep´ıpedo incluyen las aristas, deberemos comenzar
primero a calcular la colisio´n esfera-arista, porque en caso contrario nunca se detectar´ıa
la colisio´n con una arista. En efecto, imaginemos que la esfera colisiona contra una arista;
si primero comprobamos la interseccio´n con los planos del paralelep´ıpedo, detectar´ıa la
colisio´n con el plano en el que esta´ la arista y el algoritmo devolver´ıa el contacto relativo
a una colisio´n con un plano, por lo que la normal del contacto no ser´ıa la correcta. Por lo
tanto, debemos comprobar primero las colisiones entre esfera-arista y si no se ha producido
colisio´n con ninguna arista, entonces comprobar si se produce colisio´n con algu´na cara. Por
otra parte, si se ha producido una colisio´n con alguna arista, entonces ya no comprobaremos
la colisio´n esfera-cara.
En cualquier caso, el punto de contacto (si lo hubiese) se considera de tipo ve´rtice/cara.
3.4.1. Colisio´n esfera-arista
La esfera so´lo podra´ colisionar con una u´nica arista del paralelep´ıpedo, por lo que en
cuanto se detecte una colisio´n, el algoritmo terminara´. En primer lugar determinaremos
la distancia del centro de la esfera a la arista actual. Para ello aplicamos la fo´rmula para
hallar la distancia de un punto a la recta:
distancia(P,r) =
|AP × v|
|v|
donde:
P es el punto del que queremos hallar la distancia (en nuestro caso el centro de la
circunferencia).
r es la recta que contiene a la arista.
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A es un punto auxiliar de la recta.
v es el vector director de la recta.
Sea re el radio de la esfera y d la distancia calculada. Se nos presentara´ uno de los
siguientes casos:
Si d = re, con tolerancia TOL, entonces se produce colisio´n entre la esfera y la
recta que contiene a la arista. Puesto que la recta es infinita, para que realmente
se produzca una colisio´n entre esfera y paralelep´ıpedo, el punto de contacto ha de
pertenecer al paralelep´ıpedo. Para ello tenemos un me´todo dentro de la geometr´ıa
del paralelep´ıpedo que nos indica si un punto pertenece o no a e´l. Por lo tanto,
antes de esta comprobacio´n necesitaremos conocer el hipote´tico punto de contacto.
Dicho punto estara´ en la interseccio´n entre la recta que contiene a la arista y la recta
perpendicular a la anterior y que pasa por el centro de la esfera. El punto obtenido
se encuentra a una distancia d (en este caso re) del centro de la esfera.
Si d < re y el punto de contacto calculado anteriormente esta´ dentro del paralelep´ıpe-
do, entonces se produce interpenetracio´n entre ambos so´lidos.
En otro caso, no se produce ni colisio´n ni interpenetracio´n.
En el peor de los casos necesitamos recorrer las 12 aristas que tiene un paralelep´ıpedo,
por lo tanto, el coste de este algoritmo es constante.
3.4.2. Colisio´n esfera-cara
A esta parte del algoritmo llegamos si no ha habido colisio´n ni interpenetracio´n con
ninguna de las 12 aristas del paralelep´ıpedo. La esfera so´lo podra´ colisionar con una u´nica
cara del paralelep´ıpedo, por lo que en cuanto se detecte una colisio´n, el algoritmo terminara´.
En primer lugar necesitamos determinar la distancia del centro de la esfera a la cara actual.
Para ello, aplicamos la fo´rmula para hallar la distancia de un punto un plano:
distancia(P,Π) =
|AP · n|
|n|
en donde,
P es el punto del que queremos hallar la distancia al plano (en nuestro caso el centro
de la circunferencia).
Π es el plano (el plano que contiene a la cara del paralelep´ıpedo).
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A es un punto cualquiera del plano Π.
n es la normal del plano (calculada como el producto vectorial de los vectores direc-
tores que definen al plano).
Sea el radio de la esfera re y d la distancia calculada. Se nos presentara´n los siguientes
casos:
Si d = re, con tolerancia TOL, entonces se produce colisio´n entre la esfera y el
plano que contiene a la cara. Puesto que el plano es infinito, para que realmente
se produzca una colisio´n entre esfera y paralelep´ıpedo el punto de contacto ha de
pertenecer a este u´ltimo. Para ello aplicamos de nuevo el me´todo que hay dentro
de la geometr´ıa del paralelep´ıpedo que nos indica si un punto pertenece o no a e´l.
Por lo tanto, necesitaremos conocer de nuevo el hipote´tico punto de contacto, el cual
estara´ en la recta cuyo vector director es la normal del plano y a una distancia d (en
este caso re) del centro de la esfera.
Si d < re y el punto de contacto calculado anteriormente esta´ dentro del paralelep´ıpe-
do, entonces se produce interpenetracio´n entre ambos so´lidos.
En otro caso, no se produce ni colisio´n ni interpenetracio´n.
En el peor de los casos necesitamos recorrer las 6 caras que tiene un paralelep´ıpedo, por
lo tanto, el coste de este algoritmo es constante.
Por lo tanto, el coste del algoritmo completo (colisio´n entre esfera/arista + colisio´n
entre esfera/cara) es constante.
3.5. Colisio´n entre paralelep´ıpedos
En este apartado se va a tratar el ca´lculo de los puntos de contacto existentes en la
colisio´n de dos paralelep´ıpedos. Puede haber ma´s de un punto.
Los contactos pueden ser de dos tipos:
Ve´rtice contra una cara.
Arista contra arista.
Antes de ver si hay puntos de contacto comprobaremos que los paralelep´ıpedos no
esta´n separados ni interpenetran. Para ello utilizaremos el algoritmo que describiremos en
la siguiente seccio´n.
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3.5.1. Comprobacio´n de existencia de contacto
Vamos a ver co´mo averiguar si dos paralelepipedos esta´n en contacto, interpenetran o
esta´n separados. Para ello haremos dos comprobaciones sime´tricas que se corresponden con
la existencia de solapamiento entre las proyecciones de los paralelep´ıpedos en el sistema
local de uno de ellos.
Partimos de dos paralelep´ıpedos A y B. Vamos a comprobar primero si las proyecciones
de A y B en el sistema de coordenadas de A se solapan. Posteriormente tendr´ıamos que
realizar la misma comprobacio´n, pero en el sistema de coordenadas de B.
Primero se transforman los vertices de B al sistema de coordenadas de A. De estos
vertices calculamos sus l´ımites:
(maximoXB,maximoYB,maximoZB,minimoXB,minimoYB,minimoZB)
Calculamos tambie´n los limites del paralelepipedo A:
maximoXA =
AnchoA
2
maximoYA =
AltoA
2
maximoZA =
LargoA
2
minimoXA = −
AnchoA
2
minimoYA = −
AltoA
2
minimoZA = −
LargoA
2
Las proyecciones ser´ıan los siguientes segmentos, para cualquier objeto O:
Proyeccio´n en eje X: [minimoXO,maximoXO]
Proyeccio´n en eje Y: [minimoYO,maximoYO]
Proyeccio´n en eje Z: [minimoZO,maximoZO]
A continuacio´n comprobamos si se solapan cada par de proyecciones:
[minimoXA,maximoXA] con [minimoXB,maximoXB]
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[minimoYA,maximoYA] con [minimoYB,maximoYB]
[minimoZA,maximoZA] con [minimoZB,maximoZB]
A la hora de comprobar si un segmento se solapa con otro hay tres posibilidades:
interpenetran, esta´n separados o en contacto. Interpenetran cuando tienen ma´s de un punto
en comu´n, esta´n separados si no tienen ninguno y en contacto cuando so´lo tienen uno.
Si los tres interpenetran, devolveremos que las proyecciones (en el caso del sistema de
coordenadas local a A) interpenetran. Si una de las parejas de proyecciones no solapa,
devolveremos que las proyecciones estan separadas. En cualquier otro caso, devolveremos
que las proyecciones se encuentran en contacto.
Realizamos los mismos ca´lculos pero en coordenadas locales a B.
Con la informacio´n obtenida por estas dos comprobaciones podremos conocer si los
paralelepipedos interpenetran, estan separados o estan en contacto: Interpenetrara´n si las
dos comprobaciones nos dieron que interpenetraban, estara´n separados si una de ellas
devolvio´ que estaban separados y estara´n en contacto en cualquier otro caso. Este proceso
se encuentra detallado en el Algoritmo 3.1.
Una vez que sabemos que esta´n en contacto tenemos que calcular los posibles puntos
de contacto. Esto es lo que veremos a continuacio´n.
3.5.2. Colisio´n Ve´rtice-Cara
Tendremos que comprobar la colisio´n de los ve´rtices del paralelep´ıpedo B con las caras
del paralelep´ıpedo A y viceversa. Para ello, trabajaremos con las coordenadas locales de A.
En primer lugar transformaremos los vertices de B al sistema de coordenadas local de
A. Una vez tengamos los ve´rtices en coordenadas locales, recorreremos todos los ve´rtices
y miraremos si alguno de ellos colisiona con alguna de las caras de A. La comprobacio´n
es muy sencilla, basta con comprobar que cada ve´rtice esta´ en los limites de la cara y
se encuentra en el mismo plano que e´sta. Por ejemplo, para comprobar si un ve´rtice con
coordenadas V (vx, vy, vz) esta´ en contacto con la cara superior del paralelepipedo se hara´ la
siguiente comprobacio´n:
vy = (AltoA)/2
(−AnchoA/2) < vx < (AnchoA/2)
(−LargoA/2) < vz < (LargoA/2)
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Estado rbsAlgoritmoColisionParalelepipedos :: Interpenetran()
estado1 := SolapanProyecciones(A,B)
estado2 := SolapanProyecciones(B,A)
si (estado1 = INTERPENETRAN) ∧ (estado2 = INTERPENETRAN) entonces
devolver INTERPENETRAN
sino si (estado1 = SEPARADOS) ∨ (estado2 = SEPARADOS) entonces
devolver SEPARADOS
sino
devolver CONTACTO
fsi
Estado rbsAlgoritmoColisionParalelepipedos :: SolapanProyecciones(A,B)
verticesB := CalcularV erticesGlobales(B)
para cada ve´rtice v de verticesB hacer
transformar v a coordenadas de A
fpara
〈maxXB,minXB,maxY B,minY B,maxZB,minZB〉 := CalcularLimites(verticesB)
maxXA := A.ancho/2
minXA := −A.ancho/2
maxY A := A.alto/2
minY A := −A.alto/2
maxZA := A.largo/2
minZA := −A.largo/2
estado1 := SolapanSegmentos(minXA,maxXA,minXB,maxXB)
estado2 := SolapanSegmentos(minY A,maxY A,minY B,maxY B)
estado3 := SolapanSegmentos(minZA,maxZA,minZB,maxZB)
si (estado1 = INTERPENETRAN) ∧ (estado2 = INTERPENETRAN)
∧ (estado3 = INTERPENETRAN) entonces
devolver INTERPENETRAN
sino si (estado1=SEPARADOS) ∨ (estado2 = SEPARADOS)
∨ (estado3 = SEPARADOS) entonces
return SEPARADOS
sino
return CONTACTO
fsi
Algoritmo 3.1: Comprobacio´n de estado entre dos paralelepipedos.
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Figura 3.3: Normales de un paralelep´ıpedo en su sistema de coordenadas local
Los casos vx = ±AnchoA/2 y vz = ±LargoA/2 son tratados en colisio´n arista-arista.
Tendr´ıamos que hacer 6 comprobaciones de este tipo por cada ve´rtice, aunque en caso de
encontrar un contacto no es necesario seguir comprobando el resto de caras.
La normal de la colisio´n resulta fa´cil de calcular en coordenadas locales: so´lo habr´ıa que
considerar la normal de la cara con la que se colisione (Figura 3.3).
Por u´ltimo tendremos que transformar el punto de contacto y la normal obtenidos al
sistema de coordenadas globales.
3.5.3. Colisio´n Arista-Arista
En este caso trabajaremos en coordenadas globales. Para cada arista del paralelep´ıpedo
A comprobaremos si colisiona con alguna del paralelep´ıpedo B. Para ello:
Comprobamos si las rectas que contienen a las aristas se cortan. Sean u y v los
vectores directores de dichas rectas. Si las rectas no son paralelas (|u× v| 6= 0)
tendremos que determinar la distancia que existe entre las rectas en su punto ma´s
pro´ximo.
distancia =
∣∣PQ ∗ (u× v)∣∣
|v|
donde P es un punto de la recta que tiene como vector v y Q un punto de la recta
que tiene como vector u
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Figura 3.4: Posibilidades de contacto entre esfera y cilindro.
Si la distancia es menor que un cierto umbral TOL, las rectas se cortan.
Una vez que detectamos que las rectas se cortan tenemos que buscar el punto de
corte y comprobar que dicho punto este´ comprendido en las aristas. La normal del
contacto sera´ el producto vectorial de los vectores u y v. Como por convenio la normal
debe estar dirigida hacia A, debemos comprobar que esto es realmente as´ı; en caso
contrario, debemos multiplicarla por −1.
3.6. Colisio´n entre esfera y cilindro
En este caso, y al igual que sucede con el resto de algoritmos de colisio´n en los que uno
de los objetos involucrados es una esfera, se devuelve un u´nico punto de contacto. Hay tres
posibilidades de contacto entre una esfera y un cilindro (Figura 3.4):
Esfera contra una de las bases del cilindro.
Esfera contra el lateral del cilindro.
Esfera contra una de las circunferencias que delimitan cada base.
Cualquiera de estas tres posibilidades dara´ como resultado un contacto ve´rtice/cara.
Para hacer las comprobaciones pasamos la esfera a coordenadas locales del cilindro;
de este modo los ca´lculos sera´n ma´s sencillos. Una vez detectado el punto de contacto
deberemos transformarlo a coordenadas globales.
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3.6.1. Colisio´n esfera-base
Para que se produca una colisio´n esfera-base, la distancia del centro de la esfera (PEsfera)
al eje del cilindro tiene que ser menor o igual que el radio del cilindro:
Radio2Cilidro ≥ (PEsfera(x)
2 + PEsfera(z)
2)
En caso de no cumplirse tendr´ıamos que ver que´ ocurre con las otras dos posibilidades de
colisio´n esfera-cilindro. Si se cumple esta condicion hay que comprobar que la esfera se situ´e
en la altura correspondiente a este tipo de colisio´n. Hay dos posibilidades:
Esfera-base superior:
PEsfera(y) =
AltoCilidro
2
+RadioEsfera
Esfera-base inferior:
PEsfera(y) =
−AltoCilidro
2
−RadioEsfera
Si se cumple una de estas condiciones tendremos que el punto de contacto es:
puntoContacto =
(
PEsfera(x),
±AltoCilidro
2
, PEsfera(z)
)
En el caso de que no se cumpliera ninguna de esas dos condiciones puede ocurrir lo
sigiente:
Que haya penetracio´n:
−AltoCilidro
2
−RadioEsfera < PEsfera(y) <
AltoCilidro
2
+RadioEsfera
Que este´n separados:
(
−AltoCilidro
2
−RadioEsfera > PEsfera(y)
)
∨
(
AltoCilidro
2
+RadioEsfera < PEsfera(y)
)
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3.6.2. Colisio´n esfera-lateral
En este caso se tienen que dar dos condiciones para que haya contacto:
El centro de la esfera debe estar comprendido entre la base superior e inferior:
−AltoCilindro
2
≤ PEsfera(y) ≤
AltoCilidro
2
La distancia de la esfera al eje del cilindro debe ser igual (con tolerancia TOL) a la
suma del radio del cilindro y el de la esfera:
PEsfera(x)
2 + PEsfera(z)
2 = (RadioEsfera +RadioCilindro)
2
Si se cumple so´lo la primera condicio´n, podemos estar en el caso de que esta u´ltima
distancia sea mayor y por tanto, los objetos este´n separados o que la distancia sea menor
y en este caso habra´ penetracio´n.
El punto de contacto en caso de cumplirse los requisitos anteriores ser´ıa:
puntoConctacto = PEsfera + direccion ∗RadioEsfera
donde direccion es el vector normalizado que se dirige desde el centro de la esfera al punto
del eje del cilindro con la misma altura.
direccion = Normalizar((0, PEsfera(y), 0)− PEsfera)
3.6.3. Colisio´n esfera-circunferencia
Este es el caso ma´s complicado. Ocurre cuando se cumplen las siguientes condiciones:
El centro de la esfera debe estar en uno de los siguientes intervalos de altura:
• En el caso de colisionar con la circunferencia superior:
AltoCilindro
2
+RadioEsfera > PEsfera(y) >
AltoCilindro
2
• En el caso de colisionar con la circunferencia inferior:
−
AltoCilindro
2
−RadioEsfera > PEsfera(y) > −
AltoCilindro
2
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La distancia entre el centro de la esfera y el eje del cilindro debe ser mayor o igual
que el radio de la esfera y menor o igual que la suma de los radios:
Radio2Esfera ≤ PEsfera(x)
2 + PEsfera(z)
2 ≤ (RadioEsfera +RadioCilindro)
2
Una vez que hayamos visto que se cumplen tendremos que hallar el punto de contacto.
Para ello calcularemos el radio de la esfera en la altura ±AltoCilindro (+ o´ − en funcio´n de
si es contacto con la circunferencia de abajo o con la de arriba). Para calcular este radio
(que llamaremos Radioaltura) aplicamos el Teorema de Pita´goras:
hipotenusa2 = catetoA2 + catetoB2
Radio2Esfera = Radio
2
Altura +
(
|PEsfera(y)| −
∣∣∣∣AltoCilindro2
∣∣∣∣
)2
Despejando RadioAltura:
RadioAltura =
√
Radio2Esfera −
(
|PEsfera(y)| −
∣∣∣∣AltoCilindro2
∣∣∣∣
)2
Una vez que tenemos este valor, podemos calcular el punto de contacto del mismo modo
que en la seccio´n 3.6.2.
puntoContacto = (PEsfera(x),±
AltoCilindro
2
, PEsfera(z)) + direccion ∗RadioAltura
donde:
direccion = Normalizar((0,±
AltoCilindro
2
, 0)− (PEsfera(x),±
AltoCilindro
2
, PEsfera(z)))
3.7. Colisio´n entre mallas convexas
El problema de deteccio´n de colisio´n entre mallas que describen una geometr´ıa arbitraria
es el ma´s complejo de los aqu´ı comentados. El algoritmo descrito en esta seccio´n so´lo se
aplica a mallas que definen un poliedro convexo. Un poliedro es convexo si tomados dos
puntos cualquiera de su interior, determinan un segmento de recta que tambie´n es interior
(Figura 3.5).
La te´cnica presentada aqu´ı se basa en el hecho de que dos poliedros convexos no
interpenetran s´ı y so´lo s´ı existe un plano separador entre ellos. Un plano separador
entre dos poliedros A y B es un plano tal que los poliedros se situ´an en los lados opuestos de
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Figura 3.5: Poliedros convexo y no convexo
Figura 3.6: Idea del plano separador. Por motivos de claridad mostramos una proyeccio´n
ortogonal.
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Figura 3.7: Ca´lculo del semiespacio al que pertenece un punto.
e´ste (Figura 3.6). Entendemos por “lados” de un plano a cada uno de los dos semiespacios
generados por dicho plano. Para averiguar a que´ semiespacio pertenece un punto P , basta
con realizar el producto escalar entre un vector n normal al plano y un vector que una un
punto A del plano con P (Figura 3.7).
As´ı pues, para comprobar si un plano es separador entre dos objetos A y B, basta con
comprobar que todos los ve´rtices de A quedan a un lado del plano y todos los ve´rtices de
B quedan en el lado opuesto.
Ahora bien, el problema consiste ahora en la bu´squeda del plano separador. Para ello
es necesario recorrer todas las caras de cada poliedro, formar un plano con cada una y
comprobar si es separador. Si ningu´n plano formado de este modo es separador, combinamos
cada arista de un poliedro con cada arista del otro. Cada par de aristas formara´ un plano
que puede ser separador. Si no encontramos ningu´n plano separador, los objetos esta´n
interpenetrando. Este proceso se describe en el Algoritmo 3.2.
Esta bu´squeda resulta terriblemente costosa desde el punto de vista de la eficiencia. Sin
embargo, una de las ventajas de esta te´cnica es que en la mayor´ıa de los casos el plano
separador sigue separando los objetos tras el siguiente paso, ya que la distancia
que avanzan dichos objetos es muy corta.
La bu´squeda del plano separador en la primera llamada al algoritmo es inevitable.
Cuando los objetos dejan de estar a ambos lados de un plano separador (Figura 3.8), se
debe buscar otro. Para ello podemos examinar las aristas y caras adyacentes a aquellas
que formaron el plano anterior. Sin embargo, esto requerir´ıa una estructura especial para
almacenar las mallas, de modo que se tuviese un acceso eficiente a las caras/aristas adya-
centes a una dada. Adema´s la bu´squeda de un plano separador resulta en general tan poco
frecuente que podemos realizarla cada vez desde cero.
Otra ventaja de esta te´cnica de deteccio´n de colisiones es que todos los contactos, si
los hay, se encuentran en el plano separador, por lo que so´lo tenemos que comprobar las
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proc BuscarPlanoSeparador(A,B)
para cada cara FA de A hacer
Formar un plano Π con FA
si Π es separador entonces
devolver Π
fsi
fpara
para cada cara FB de B hacer
Formar un plano Π con FB
si Π es separador entonces
devolver Π
fsi
fpara
para cada arista eA de A hacer
para cada arista eB de B hacer
P := punto de inicio de eA
n := eA × eB
Formar un plano Π que pase por P y tenga normal n
si Π es separador entonces
devolver Π
fsi
fpara
fpara
devolver NULL
fproc
Algoritmo 3.2: Bu´squeda de un plano separador
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Figura 3.8: Un plano que deja de ser separador.
caras/aristas/ve´rtices coincidentes con dicho plano. El Algoritmo 3.3 muestra un esbo-
zo del proceso completo. Se hace uso de una funcio´n AgruparCaras que devuelve todas
las caras/aristas/ve´rtices que se encuentran en el plano separador (Algoritmo 3.4). Cabe
destacar que todas las comprobaciones de coincidencia/interseccio´n se deben realizar bajo
una tolerancia TOL y que, por tanto, en lugar de comprobar que un ve´rtice se encuentra
dentro de una determinada cara debemos comprobar que se encuentra cerca de e´sta. Esto
conlleva el ca´lculo de distancia de un punto a un plano (para colisiones vertice/cara) y
la distancia ma´s cercana entre dos rectas (para colisiones arista/arista). Por motivos de
simplicidad este tipo de detalles se omiten en el Algoritmo 3.3.
El coste de este algoritmo var´ıa segu´n sea o no necesaria la bu´squeda de un plano
separador. En el caso de no ser necesaria y no haber ningu´n contacto, so´lo se habr´ıa
comprobado si el plano actual es separador, lo cual conlleva un coste del O(VA + VB),
donde VA y VB son el nu´mero de ve´rtices de cada objeto.
Existen otros me´todos de deteccio´n de colisiones, como los algoritmos de Lin-Canny
[Lin93] y GJK [GJK88], que calcula la distancia mı´nima entre dos poliedros convexos que
no interpenetran. El algoritmo V-Clip [Mir97] esta´ basado en el primero, superando algunas
de sus limitaciones. Para poliedros no convexos podemos citar [GBF03].
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si (planoSeparador = NULL) ∨c ¬(EsSeparador(planoSeparador)) entonces
planoSeparador := BuscarP lanoSeparador(A,B)
fsi
si planoSeparador = NULL entonces
devolver INTERPENETRACIO´N
sino
listaContactos := []
< carasA, aristasA, verticesA >:= AgruparCaras(A, planoSeparador)
< carasB, aristasB, verticesB >:= AgruparCaras(B, planoSeparador)
para cada cara cA de carasA hacer
para cada vertice vB de verticesB hacer
si vB esta´ en cA hacer
An˜adir contacto entre vB y cA a listaContactos
fsi
fpara
fpara
para cada cara cB de carasB hacer
para cada vertice vA de verticesA hacer
si vA esta´ en cB hacer
An˜adir contacto entre vA y cB a listaContactos
fsi
fpara
fpara
para cada arista eA de aristasA hacer
para cada arista eB de aristasB hacer
si eA interseca con eB hacer
An˜adir contacto entre eA y eB a listaContactos
fsi
fpara
fpara
devolver listaContactos
fsi
Algoritmo 3.3: Colisiones entre mallas
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proc AgruparCaras(Objeto, P lano)
caras := {}
aristas := {}
vertices := {}
para cada cara c de Objeto hacer
n := nu´mero de ve´rtices que tiene c en Plano
casos
n = 0 → nada
n = 1 → An˜adir el ve´rtice a vertices
n = 2 → An˜adir los dos ve´rtices a vertices
An˜adir la arista que los une a aristas
n = 3 → An˜adir los tres ve´rtices a vertices
An˜adir las tres aristas a aristas
An˜adir la cara a caras
fcasos
fpara
devolver < caras, aristas, vertices >
fproc
Algoritmo 3.4: Deteccio´n de caras/aristas/ve´rtices en el plano separador
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3.8. Detalles de implementacio´n
Toda la familia de algoritmos explicados en este cap´ıtulo ha sido organizada haciendo
uso del patro´n Estrategia [GHJV95]. Cada algoritmo queda encapsulado en una clase des-
cendiente de la clase abstracta rbsAlgoritmoColision. Esto permite que el usuario de la
API pueda, por un lado, ampliar el conjunto de algoritmos de colisio´n entre geometr´ıas no
contempladas en la jerarqu´ıa de la Figura 1.7 y, por otro lado, disponer de varios algoritmos
intercambiables para un mismo tipo de geometr´ıa.
La clase rbsAlgoritmoColision contiene dos me´todos abstractos, que cada algoritmo
completo debe definir:
bool CalcularColision(std::vector<rbsContacto> &contactos)
void GetContactosCercanos(std::vector<rbsContacto> &contactos)
El u´ltimo de ellos se utiliza en casos muy espec´ıficos, en los que el me´todo de biseccio´n
no es capaz de determinar el tiempo exacto de colisio´n. Esto se explicara´ con ma´s detalle
en la Seccio´n 5.2.1.
El me´todo CalcularColision es el encargado de calcular los contactos que se producen
entre dos instancias de la clase rbsObjeto, que son atributos de la clase rbsAlgoritmo-
Colision. Este me´todo debe comportarse de la siguiente forma:
Si los objetos esta´n interpenetrando, debe devolver true.
Si los objetos esta´n en contacto, debe devolver false, almacenando en el vector
contactos pasado como referencia las distintas instancias de rbsContacto.
En otro caso, debe devolver false, dejando el vector contactos vac´ıo.
Una vez que hayamos creado una instancia del algoritmo correspondiente, debemos
registrarla en uno de los objetos cuya colisio´n se va a detectar. Para ello utilizamos el
me´todo de rbsObjeto:
void InsertarDetectorColisiones(rbsObjeto* objeto,
rbsAlgoritmoColision* detector)
Por ejemplo, la sentencia:
A->InsertarDetectorColisiones(B, alg);
indica a la API que a partir de ese momento utilice el algoritmo alg para detectar colisiones
entre los objetos A y B. Es equivalente a utilizar:
B->InsertarDetectorColisiones(A, alg);
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Cap´ıtulo 4
Respuesta a las colisiones. Impulso.
4.1. Introduccio´n
Mediante las rutinas de deteccio´n vistas anteriormente obtenemos todos los contactos
que se producen desde el tiempo actual hasta que haya transcurrido un paso de simulacio´n.
Una vez que se han detectado todos los puntos de contacto entre dos objetos de la escena,
es necesario tratarlos y aplicar una respuesta adecuada. Esta respuesta debe aplicarse en un
u´nico punto de contacto para cada objeto. Por tanto, necesitaremos una forma de decidir
cua´l es ese punto a partir de todos los contactos. Se comentara´ en la Seccio´n 4.3.
4.2. Definicio´n y ca´lculo del impulso
Recordemos que un contacto tiene como elementos principales una referencia a cada
uno de los dos cuerpos que colisionan (A y B), el punto de contacto p y la normal de
contacto n (que debe salir de B y apuntar a A).
Figura 4.1: Puntos pA y pB de contacto.
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Figura 4.2: Velocidad relativa entre dos objetos.
Cada contacto se producira´ en un determinado instante de tiempo t0. En ese instante un
punto del objeto A (pA(t0)) y otro del objeto B (pB(t0)) sera´n iguales a p (Figura 4.1). La
velocidad del punto en cada uno de estos objetos en el tiempo t0 se calcula como se vio´ en
la seccio´n 1.2. Expresamos dicha velocidad como la derivada de la posicio´n. Por tanto:
dp
dt
= v(t) + ω(t)× (p(t)− x(t)) (4.1)
Donde: p es el punto del que queremos conocer la velocidad, v es la velocidad lineal del
objeto, ω es su velocidad angular y x es su posicio´n.
Aplicando la Ecuacio´n (4.1) a los puntos pA(t0) y pB(t0), tenemos:
dpA
dt
(t0) = vA(t0) + ωA(t0)× (pA(t0)− xA(t0)) (4.2)
dpB
dt
(t0) = vB(t0) + ωB(t0)× (pB(t0)− xB(t0)) (4.3)
Nos interesa conocer el valor de la velocidad relativa entre los puntos pA(t0) y pB(t0). E´sta
se define como:
vrel = n(t0)
(
dpA
dt
(t0)−
dpB
dt
(t0)
)
(4.4)
donde n(t0) es la normal de contacto n.
El resultado de vrel es un escalar. Segu´n su valor se pueden dar tres casos (Figura 4.2):
vrel > 0. En este caso los cuerpos se esta´n alejando y por tanto, no habra´ que aplicar
ningun tipo de impulso.
vrel = 0 . En este caso los cuerpos esta´n en resting contact. Veremos ma´s adelante
(Cap´ıtulo 6) co´mo se debe actuar.
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vrel < 0. Este es el caso que nos interesa. Los cuerpos colisionan (se esta´n acercando)
y por tanto sera´ necesario modificar sus velocidades para que no penetren.
En este u´ltimo caso la velocidad de los cuerpos debe ser modificada instanta´neamente;
esto no lo podemos conseguir aplicando fuerzas. Para producir este cambio instanta´neo de
velocidad aplicaremos un impulso J . El impulso se puede considerar como una gran fuerza
que actu´a durante un corto per´ıodo de tiempo:
J = F∆t
El cambio de velocidad que produce J puede considerarse como el cambio de velocidad
que producir´ıa F si la aplica´semos durante un intervalo de tiempo ∆t.
La velocidad tiene una componente lineal y una angular. Vamos a ver el cambio que se
produce en cada componente. El cambio en la velocidad lineal que produce J si se aplica a
un cuerpo de masa M es:
∆v =
J
M
(4.5)
Esto equivale a que el cambio del momento lineal es ∆P = J. Al ser aplicado en un
punto p, al igual que las fuerzas, produce un torque. Su valor es:
Γimpulso = (p− x(t))× J
Γimpulso produce un cambio en el momento angular: ∆L = Γimpulso. Este cambio afecta
a la velocidad angular de la siguiente manera:
∆ω = I−1(t0)Γimpulso (4.6)
Suponemos que el impulso es aplicado en t0.
Ya sabemos co´mo afecta un impulso cuando los cuerpos colisionan, pero todav´ıa no
sabemos co´mo calcularlo. El impulso, en el caso de que no consideremos friccio´n, tiene la
direccio´n de la normal de contacto n(t0). Por tanto:
J = jn(t0)
donde j es la magnitud del impulso. Consideraremos que el impulso actu´a de forma positiva
sobre el cuerpo A (+jn(t0)), mientras que en B actuara´ negativamente (−jn(t0)). Ver
Figura 4.3.
Para las siguientes operaciones utilizaremos la siguiente notacio´n:
(
dpA
dt
(t0)
)−
es la ve-
locidad del punto de contacto de A antes de aplicar el impulso,
(
dpA
dt
(t0)
)+
es la velocidad
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Figura 4.3: Direccio´n del impulso aplicado a dos cuerpos que colisionan.
despue´s del aplicarlo. Del mismo modo definimos
(
dpB
dt
(t0)
)−
y
(
dpB
dt
(t0)
)+
. Con esta no-
tacio´n expresamos la velocidad relativa antes y despue´s del impulso.
Antes del impulso:
v−rel = n(t0)
((
dpA
dt
(t0)
)
−
−
(
dpB
dt
(t0)
)
−
)
(4.7)
Despue´s del impulso:
v+rel = n(t0)
((
dpA
dt
(t0)
)+
−
(
dpB
dt
(t0)
)+)
(4.8)
Segu´n leyes emp´ıricas de colisio´n sin friccio´n se tiene que:
v+rel = −ǫv
−
rel (4.9)
ǫ se conoce como coeficiente de restititucio´n y su valor debe ser 0 ≤ ǫ ≤ 1. En caso de
que ǫ = 1 se tiene que el la energ´ıa cine´tica tras la colisio´n se conserva. Si ǫ = 0 la velocidad
de los cuerpos tras la colisio´n es nula.
Para determinar el impulso que debemos aplicar tendremos que calcular el valor de j. En
el resto del cap´ıtulo nos dedicaremos a ello. La idea consiste en expresar v+rel en funcio´n de
v−rel y j, para poder despejarlo de la ecuacio´n (4.9) con facilidad. Para empezar calculamos
la velocidad de pA(t0) despue´s de la colisio´n en funcio´n de su velocidad antes de la colisio´n;
idem para pB(t0). De esta forma podremos sustituir dichos valores en la ecuacio´n (4.7).(
dpA
dt
(t0)
)+
= v+A + ω
+
A × rA (4.10)
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donde
rA = p− xA(t0)
v+A y ω
+
A son las velocidades tras aplicar el impulso. Por tanto, por (4.5) y (4.6):
v+A = v
−
A +∆v = v
−
A +
jn(t0)
MA
(4.11)
ω+A = ω
−
A +∆ω = ω
−
A + I
−1
A (t0)Γimpulso = ω
−
A + I
−1
A (t0)(rA × jn(t0)) (4.12)
Sustituyendo en la ecuacio´n (4.10) tenemos que:
(
dpA
dt
(t0)
)+
=
(
v−A +
jn(t0)
MA
)
+
(
ω−A + I
−1
A (t0)(rA × jn(t0))
)
× rA
= v−A + ω
−
A × rA +
(
jn(t0)
MA
)
+
(
I−1A (t0)(rA × jn(t0))
)
× rA
=
(
dpA
dt
(t0)
)
−
+ j
(
n(t0)
MA
+ I−1A (t0)(rA × n(t0))× rA
)
Realizamos los mismos ca´lculos para la velocidad del punto de B, pero teniendo en
cuenta que el impulso tiene signo contrario (−jn(t0)):(
dpB
dt
(t0)
)+
=
(
dpB
dt
(t0)
)
−
− j
(
n(t0)
MB
+ I−1B (t0)(rB × n(t0))× rB
)
(4.13)
Usando estas dos u´ltimas ecuaciones calculamos su resta, para sustituirla en (4.7).(
dpA
dt
(t0)
)+
−
(
dpB
dt
(t0)
)+
=
((
dpA
dt
(t0)
)
−
−
(
dpB
dt
(t0)
)
−
)
+
j
(
n(t0)
MA
+
n(t0)
MB
+
(
I−1A (t0)(rA × n(t0))
)
× rA +
(
I−1B (t0)(rB × n(t0))
)
× rB
)
Calculamos v+ref . Debido a que el vector n(t0) tiene mo´dulo 1, entonces n(t0) ·n(t0) = 1.
v+rel = n(t0)
((
dpA
dt
(t0)
)+
−
(
dpB
dt
(t0)
)+)
= n(t0)
(((
dpA
dt
(t0)
)
−
−
(
dpB
dt
(t0)
)
−
)
+ j
(
n(t0)
MA
+
n(t0)
MB
+
(
I−1A (t0)(rA × n(t0))
)
× rA +
(
I−1B (t0)(rB × n(t0))
)
× rB
))
= v−rel + j
(
1
MA
+
1
MB
+
(
I−1A (t0)(rA × n(t0))
)
× rA +
(
I−1B (t0)(rB × n(t0))
)
× rB
)
70 CAPI´TULO 4. RESPUESTA A LAS COLISIONES. IMPULSO.
Hemos conseguido expresar v+rel en funcio´n de j y v
−
rel. Sustituiremos v
+
rel en (4.9):
v−rel + j
(
1
MA
+
1
MB
+
(
I−1A (t0)(rA × n(t0))
)
× rA +
(
I−1B (t0)(rB × n(t0))
)
× rB
)
= −ǫv−rel
(4.14)
Por u´ltimo, podemos despejar j:
j =
−(1 + ǫ)v−rel(
1
MA
+ 1
MB
+
(
I−1A (t0)(rA × n(t0))
)
× rA +
(
I−1B (t0)(rB × n(t0))
)
× rB
) (4.15)
4.3. Detalles de implementacio´n
Para el ca´lculo y aplicacio´n del Impulso existe en rbsEscena un me´todo que se encarga
de ello:
void rbsEscena::Impulso (rbsColision* colision)
La clase rbsColision guarda la siguiente informacio´n:
Las referencias a los dos objetos que esta´n en colisio´n. Estos objetos sera´n referidos
como A y B.
El punto de colisio´n. Se especifica en coordenadas globales de la escena. Si so´lo
hay un contacto, es precisamente igual al punto de contacto. Si hay ma´s de uno, se
debera´ tener una estrategia que reu´na todos los puntos de contacto en uno, ya que
el impulso so´lo se debe aplicar a cada objeto en un punto. La estrategia utilizada
consiste en calcular el punto intermedio de la caja mı´nima alineada con los ejes que
agrupa a todos los puntos de contacto.
Vector normal de colisio´n. Por convenio, este vector debe apuntar hacia el objeto
A. Debe ser igual que la normal de todos los contactos.
Lista de contactos. Contactos correspondientes a esta colisio´n.
Tiempo. Tiempo estimado en el que se producira´ la colisio´n
Este me´todo sera´ llamado en el bucle de simulacio´n, que se detallara´ en el Cap´ıtulo 5.
Con respecto al coeficiente de restitucio´n, cada objeto lleva una tabla que almacena
todos los ǫ que se utilizara´n en el ca´lculo del impulso en colisiones con los dema´s objetos.
Para asociar un par de objetos con un determinado coeficiente, podemos utilizar el siguiente
me´todo de rbsObjeto:
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void rbsObjeto::InsertarCoeficienteRestitucion(rbsObjeto* objeto,
TIPOREAL coeficiente)
La siguiente sentencia:
A->InsertarCoeficienteRestitucion(B, 0.4);
que es equivalente a:
B->InsertarCoeficienteRestitucion(A, 0.4);
Provoca que a partir del momento el ca´lculo del impulso en las colisiones entre A y B se
realice con un ǫ = 0,4.
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Cap´ıtulo 5
Integracio´n de colisiones en la
simulacio´n
5.1. Bounding Boxes
5.1.1. Introduccio´n
La te´cnica de las bounding boxes (cajas acotantes) consiste en delimitar los objetos
mediante paralelep´ıpedos alineados con los ejes de la escena para descartar con facilidad
ciertas parejas de objetos que no podra´n colisionar. La forma de usarla es sencilla: Antes
de aplicar los algoritmos de colisio´n descritos en el Cap´ıtulo 3 a un par de objetos, compro-
bamos si se produce colisio´n entre sus respectivas bounding boxes. Si no se produce dicha
colisio´n, entonces ese par de objetos queda descartado como candidato a colisionar. De
esta forma evitaremos recurrir a estos algoritmos sobre objetos que sabemos que no van a
colisionar, y por lo tanto, ganaremos eficiencia. Por el contrario, si hay colisio´n entre las
bounding boxes no sabemos si los cuerpos colisionan o no, por lo que debemos continuar
el ana´lisis con los algoritmos del Cap´ıtulo 3.
5.1.2. Algoritmo de Barrido
Para abarcar el problema de deteccio´n (ver [Bar97c]) consideraremos en principio boun-
ding boxes de una dimensio´n, es decir, intervalos de la forma [i, f ] ⊂ R. Supongamos que
tenemos n intervalos, siendo el j−e´simo intervalo [ij, fj]. Nuestro objetivo es detectar los
solapamientos entre estos intervalos.
En primer lugar ordenaremos la lista de todos los extremos de los intervalos (los ij y fj)
y creamos una lista vac´ıa de intervalos activos. A continuacio´n se realiza un barrido desde
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el intervalo de menor coordenada al de mayor. Se tratara´ cada extremo de la siguiente
forma:
Si es un extremo de inicio de intervalo, habra´ solapamiento entre el intervalo al que
pertenece este extremo y todos los intervalos que se encuentren en la lista de intervalos
activos. Adema´s an˜adimos el intervalo actual a la lista de intervalos activos.
Si es un extremo de fin de intervalo, eliminaremos de la lista de intervalos activos
el intervalo al que pertenece este extremo.
Si tenemos n intervalos y se detectan k solapamientos, el coste del algoritmo es del
O(n log(n)) para la ordenacio´n de los extremos,O(n) para el barrido yO(k) para almacenar
los pares solapantes. Esto da un coste total de O(n log(n) + k).
No obstante, el coste puede mejorarse teniendo en cuenta que la posicio´n relativa de los
intervalos var´ıa con poca frecuencia. En lugar de realizar la ordenacio´n de los extremos en
cada barrido utilizando MergeSort, podemos utilizar otras alternativas como BubbleSort
que resultan ma´s eficientes cuando estamos tratando vectores casi ordenados. Con esta
mejora, el coste llega a O(n + k), que degenera en O(n2) cuando todos los intervalos se
solapan entre ellos.
5.1.3. Detalles de implementacio´n
Cada tipo de geometr´ıa de la que disponemos (ver Figura 1.7) tiene asociada su bounding
box. E´sta es creada en los constructores de cada geometr´ıa, ya que depende de la forma
del objeto. Cada bounding box es representada mediante un array de 6 nu´meros reales, que
representan sus l´ımites (l´ımite inferior sobre el eje x, l´ımite superior sobre el eje x y del
mismo modo para los l´ımites sobre los ejes y,z).
Para su gestio´n e integracio´n en la escena, disponemos de la clase rbsGestorBB. La
escena contendra´ tres rbsGestorBB, uno para cada eje coordenado (x,y,z). Cada gestor
mantiene una lista de bordes bounding box, que es doblemente enlazada y ordenada de forma
ascendente por el valor de las coordenadas de los puntos l´ımite de los bordes bounding box
en el eje que les corresponde. Adema´s, cada borde bounding box contendra´ una referencia
al objeto al cual pertenece. Cada objeto que hay en la escena tendra´ dos entradas en la
lista ordenada, una para el valor mı´nimo (l´ımite inferior) de su bounding box y otra para el
valor ma´ximo (l´ımite superior), en ese eje. De esta forma, la referencia al objeto funciona
como identificador u´nico de intervalos (identifica su intervalo, que se extiende desde la
coordenada del borde de inicio hasta la coordenada del borde de fin).
As´ı pues, cada objeto tiene asociados 6 bordes bounding box, dos en cada rbsGestorBB.
(Figura 5.1)
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Figura 5.1: Gestores de bounding boxes asociados la escena y bounding boxes asociadas a
cada objeto.
En la escena, a la hora de calcular el siguiente estado en la simulacio´n, se actualizara´ la
posicio´n de cada objeto, y en consecuencia tambie´n se deben actualizar cada uno de los bor-
des (l´ımites) de la bounding box del objeto, manteniendo las listas de sus gestores ordenadas
crecientemente por sus coordenadas.
Por otra parte, dos bounding boxes se solapara´n si y so´lo si sus coordenadas se solapan
para cada uno de los tres ejes. Podemos encontrar en ejemplo en dos dimensiones en la
Figura 5.2: los objetos 3 y 1 se solapan ya que tanto los intervalos [x1, x1′] y [x3, x3′] como
los intervalos [y1, y1′] y [y3, y3′] solapan. Sin embargo, los objetos 3 y 2 no se solapan ya
que los intervalos [y3, y3′] y [y2, y2′] se solapan, pero no los intervalos [x3, x3′] y [x2, x2′].
En la clase rbsGestorBB tenemos un me´todo llamado ObtenerSolapamientos(),
que devuelve el conjunto de pares de objetos cuyas bounding boxes se solapan. Como se
ha podido ver, en el proceso todas las colisiones entre bounding boxes han sido
detectadas simulta´neamente.
5.2. Me´todo de biseccio´n
Una vez descartados los objetos que no intersecara´n en el pro´ximo paso de simulacio´n,
podemos examinar cada par de objetos devuelto por la comprobacio´n de bounding boxes y
utilizar uno de los algoritmos de colisio´n comentados en el Cap´ıtulo 3 para ver si los objetos
colisionan realmente.
Sin embargo, para este proceso no so´lo resulta relevante la presencia o ausencia de coli-
siones; tambie´n es necesario determinar el tiempo de colisio´n entre cada par de objetos.
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Figura 5.2: Intersecciones de bounding box en dos dimensiones. Dos bounding boxes se
solapara´n si y so´lo si se solapan los intervalos dados por sus l´ımites sobre el eje x y el eje y.
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El me´todo que proponemos en esta seccio´n para este fin recibe el nombre de biseccio´n
temporal.
Sea t0 el tiempo de escena actual y ∆t el tiempo de paso de simulacio´n que se quiere
avanzar. Sean A y B dos objetos. Si avanzamos el estado de A y B a un tiempo t0 + ∆t
y comprobamos mediante el detector de colisiones correspondiente que no interpenetran,
podemos ignorarlos y repetir el me´todo para el siguiente par de objetos. En caso contrario,
tendremos que restaurar el estado de los objetos a t0 y volver a avanzarlo, pero esta vez
so´lo la mitad del paso (esto es, hasta t0 +∆t/2). En este punto:
Si A y B esta´n en contacto, pero sin llegar a interpenetrar, ya conocemos el tiempo
de colisio´n.
Si A y B esta´n interpenetrando, tendremos que retroceder otra vez al tiempo t0 y
volver a avanzar el estado hasta t0 +∆t/4 y repetir el proceso. El tiempo de colisio´n
queda acotado en el intervalo (t0, t0 +∆t/2)
Si A y B se encuentran separados, tendremos que avanzar hasta t0+3∆t/4 y repetir
el proceso. El tiempo de colisio´n queda acotado en el intervalo (t0 +∆t/2, t0 +∆t).
De este modo podemos acotar sucesivamente el tiempo de colisio´n hasta que el algoritmo
de colisio´n utilizado para A y B devuelva uno o ma´s contactos. En el Algoritmo 5.1 se
describe el proceso completo. Aunque no se detalla en este pseudoco´digo, el algoritmo
realmente implementado devuelve, adema´s del tiempo de colisio´n, los contactos. En la
Figura 5.3 se muestra un ejemplo de ca´lculo de tiempo de colisio´n para una esfera y una
pared fija.
5.2.1. Contactos de emergencia
El bucle del Algoritmo 5.1 finaliza cuando se ha detectado un contacto entre los objetos,
o bien cuando tinicio y tfin llegan a igualarse (bajo un umbral de tolerancia TOL). En este
u´ltimo caso hemos llegado a un intervalo [tinicio, tfin] muy reducido y el algoritmo de colisio´n
correspondiente no parece detectar ningu´n contacto.
Esto puede deberse, por una parte, a una mala implementacio´n del algoritmo de colisio´n
utilizado. Un usuario de la API que extienda la clase rbsAlgoritmoColision codificando
un algoritmo que no devuelva nunca ningu´n contacto, y utiliza´ndolo luego para los objetos
A y B hara´ que el me´todo de biseccio´n llegue a esta situacio´n. Por otro lado, y au´n estando
bien implementado el algoritmo, los errores de redondeo a lo largo de los ca´lculos realizados
puede provocar que el algoritmo no consiga nunca detectar un contacto bajo un determinado
umbral de tolerancia.
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proc CalcularT iempoColision(A,B, t0,∆t)
A.ApilarEstado(); B.ApilarEstado();
A.SiguienteEstado(∆t); B.SiguienteEstado(∆t);
casos
A y B interpenetran → nada
A y B contactan → A.DesapilarEstado(); B.DesapilarEstado();
devolver t0 +∆t
A y B esta´n separados → devolver NULL
fcasos
tinicio = t0
tfin = t0 +∆t
mientras tfin − tinicio > TOL hacer
tmitad = (tfin − tinicio)/2
A.ApilarEstado(); B.ApilarEstado();
A.SiguienteEstado(tmitad);
B.SiguienteEstado(tmitad);
casos
A y B interpenetran → tfin = tmitad
A y B contactan → A.DesapilarEstado(); B.DesapilarEstado();
devolver tmitad
A y B esta´n separados → tinicio = tmitad
fcasos
A.DesapilarEstado(); B.DesapilarEstado();
fmientras
Tratar contactos de emergencia y devolverlos, con tiempo de colisio´n tinicio
fproc
Algoritmo 5.1: Me´todo de biseccio´n
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(a) Separados (b) Interpenetran
(c) Separados (d) Contacto
Figura 5.3: Ca´lculo del tiempo de colisio´n para una esfera y una pared fija.
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rbsEscena :: SiguienteEstado(∆t)
trestante := ∆t
mientras trestante 6= 0 hacer
tavanzado := AvanzarHastaColision(trestante)
escena→ tiempo := escena→ tiempo+ tavanzado
trestante := trestante − tavanzado
fmientras
Algoritmo 5.2: Bucle principal de la escena con colisiones.
En estos casos se llamara´ al me´todo GetContactosCercanos() del algoritmo de col-
isio´n correspondiente. Con esta llamada estamos indicando al algoritmo de colisio´n que los
objetos deber´ıan estar en contacto y que se espera que nos proporcione como mı´nimo un
punto de contacto y una normal.
5.3. Bucle de simulacio´n
Una vez descritas las te´cnicas y algoritmos relevantes, podemos realizar una descripcio´n
del bucle de simulacio´n de la escena, que integra:
Estado de los objetos y fuerzas aplicadas (Cap´ıtulo 1). Comprende el bucle de sim-
ulacio´n inicial descrito en la Seccio´n 1.7.7.
Algoritmos de deteccio´n de colisiones (Cap´ıtulo 3).
Ca´lculo del Impulso (Cap´ıtulo 4).
Deteccio´n ra´pida de colisiones mediante bounding boxes (Seccio´n 5.1).
Me´todo de biseccio´n temporal (Seccio´n 5.2).
Sea t0 el tiempo de escena actual y ∆t el taman˜o de paso. Definiremos un me´todo
auxiliar AvanzarHastaColision(∆t) que nos permita avanzar la simulacio´n hasta que se
produzca la pro´xima colisio´n entre dos objetos cualesquiera de la escena, o en el caso de no
producirse ninguna colisio´n, hasta que se haya avanzado un tiempo ∆t. El bucle principal
de la escena consistira´ en llamar repetidamente a este me´todo hasta que se haya simulado
todo el intervalo ∆t (Algoritmo 5.2).
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Hemos trasladado el problema al me´todo AvanzarHastaColision (Algoritmo 5.3). Si
∆t es el intervalo pasado como para´metro, avanzamos todos los objetos un tiempo ∆t para
realizar la comprobacio´n mediante bounding boxes. Tras volver a restaurar el estado de los
objetos, nuestro objetivo es recorrer todos los pares de objetos no descartados en busca de
la colisio´n ma´s cercana, que se producira´ en un tiempo tminimo. Si varias colisiones ocurren
en el tiempo tminimo, todas ellas sera´n tratadas simulta´neamente.
El me´todo BuscarColisionesMasCercanas (Algoritmo 5.4) es el encargado de aplicar
el me´todo de biseccio´n a todos los pares de objetos no descartados. En este punto cabe
destacar una serie de consideraciones:
Una vez encontrada una colisio´n menor que el tminimo actual, las siguientes lla-
madas al me´todo de biseccio´n so´lo se realizan hasta dicho tminimo, pues a
partir de ese momento nos interesara´n so´lo las colisiones cuyo tcolision sea menor o
igual (las que tengan el tcolision mayor no se an˜adir´ıan a listaColisiones). Puede
entenderse esto como una especie de “poda”
Aunque no se indico´ explicitamente en el Algoritmo 5.1, recordemos que el me´to-
do CalcularT iempoColision devolv´ıa, adema´s del tiempo de colisio´n, los contactos
producidos.
Cuando encontramos una colisio´n que se produce en un tiempo menor que el tminimo
encontrado hasta ahora, se vac´ıa la lista de colisiones encontradas hasta el momento.
Estas colisiones que son borradas podr´ıan almacenarse en una estructura auxiliar
para que en una pro´xima llamada a CalcularT iempoColision dentro del mismo paso
de simulacio´n no tengan que volver a calcularse. Para no complicar el pseudoco´digo
en exceso no hemos incluido esta optimizacio´n, pero si se aplica, se debe tener en
cuenta que cuando se aplica un impulso a dos objetos, se deben borrar todas
las colisiones que involucren a uno de estos dos objetos de la estructura
auxiliar, ya que las colisiones que se encuentran all´ı dejan de ser va´lidas, al haber
cambiado los objetos de direccio´n.
El tratamiento de las colisiones que se producira´n en un tiempo ma´s cercano (me´todo
AvanzarHastaColision) se debe repetir hasta que todos los pares de objetos de cada
colisio´n se este´n alejando o este´n en resting contact. De ello se encarga el bucle que
acaba cuando hayColisiones = FALSE. El motivo de esto es que una vez que se aplica
un impulso tenemos que reexaminar la lista de contactos, ya que algunos cuerpos que
se estaban alejando podr´ıan estar ahora en colisio´n y viceversa.
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rbsEscena :: AvanzarHastaColision(∆t)
apilar el estado de todos los objetos de la escena
avanzar el estado de todos los objetos de la escena en un tiempo ∆t
paresBB := SolapamientosPorBoundingBox()
desapilar el estado de todos los objetos de la escena
〈colisiones, tminimo〉 := BuscarColisionesMasCercanas(paresBB,∆t)
avanzar todos los objetos de la escena un tiempo tminimo
repetir
hayColisiones = FALSE
para cada colision c de colisiones hacer
si los objetos involucrados en c se esta´n acercando entonces
calcular y aplicar impulso a los objetos participantes en c
hayColisiones = TRUE
fsi
fpara
hasta que hayColisiones = FALSE
devolver tminimo
Algoritmo 5.3: Me´todo AvanzarHastaColision
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rbsEscena :: BuscarColisionesMasCercanas(paresBB,∆t)
tminimo := ∆t
listaColisiones := [ ]
para cada par 〈A,B〉 de paresBB hacer
〈tcolision, contactos〉 := CalcularT iempoColision(A,B, escena→ tiempo, tminimo)
si tcolision 6= NULL entonces
casos
tcolision > tminimo → nada
tcolision = tminimo → reunir contactos en una normal n y un punto P
crear colision c a partir de:
A, B, tminimo, contactos, P , n
an˜adir c a listaColisiones
tcolision < tminimo → reunir contactos en una normal n y un punto P
crear colision c a partir de:
A, B, tminimo, contactos, P , n
vaciar listaColisiones
an˜adir c a listaColisiones
tminimo := tcolision
fcasos
fsi
fpara
devolver 〈listaColisiones, tminimo〉
Algoritmo 5.4: Me´todo BuscarColisionesMasCercanas
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Cap´ıtulo 6
Resting Contact
Decimos que un conjunto de so´lidos r´ıgidos esta´n en resting contact si en cada punto
de contacto la velocidad relativa en esos puntos es 0, bajo cierta tolerancia TOL
(Figura 6.1).
6.1. Tratamiento del resting contact
Recordemos que en caso de colisio´n calcula´bamos un impulso jn(t), donde j era un
escalar y n(t) era la normal de colisio´n en el instante t. Para el resting contact debemos
calcular una fuerza fini(t) en cada punto de contacto i , donde fi es un escalar desconocido y
ni(t) es la normal en el punto de contacto (ver Figura 6.2). Nuestro objetivo es determinar
el valor de cada fi. Por otro lado, todas las fi deben ser determinadas en el mismo tiempo,
ya que la fuerza aplicada en el punto de contacto i-e´simo puede intervenir en el punto de
contacto j-e´simo.
Debemos calcular las fi de acuerdo a tres condiciones:
Evitar la interpenetracio´n: las fuerzas de contacto deben ser lo suficientemente
fuertes para prevenir que los dos cuerpos en contacto que se esta´n empujando inter-
penetren. Para cada punto de contacto i construimos una expresio´n di(t), que mide
la separacio´n entre dos cuerpos alrededor del punto de contacto en el tiempo t. Un
valor positivo indica que se ha deshecho el contacto y los cuerpos se han separado.
Un valor negativo indica interpenetracio´n. Puesto que los cuerpos esta´n en contacto
en el tiempo actual t0, tendremos di(t0) = 0 (salvo tolerancia TOL). Nuestro objetivo
es asegurarse que las fuerzas de contacto mantienen di(t) ≥ 0 para cada punto de
contacto en un tiempo futuro t > t0.
Sean pa(t) y pb(t) los puntos de contacto implicados en el contacto i-e´simo entre
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Figura 6.1: Dados dos objetos vemos el vector velocidad relativa para cada uno de los tres
casos posibles, en funcio´n del valor de tolerancia TOL
Figura 6.2: Objetos en resting contact. Se tienen 5 puntos de contacto. Una fuerza de
contacto actu´a entre pares de objetos en cada punto de contacto.
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Figura 6.3: (a) El desplazamiento pa(t)−pb(t), indicado por una flecha, apunta en el mismo
sentido que n(t). Por esto, la distancia d(t) ser´ıa positiva. (b) La distancia d(t) es 0. (c) El
desplazamiento pa(t)− pb(t) apunta en el sentido opuesto al de n(t). En este caso, d(t) es
negativa, indicando interpenetracio´n.
los cuerpos A y B, respectivamente (ver Figura 6.3). Definimos di(t) de la siguiente
forma:
di(t) = ni(t) · (pa(t)− pb(t))
Notacio´n : Por motivos de simplicidad, en este apartado denotaremos la derivada
primera de una funcio´n x respecto a t como x˙(t) y la derivada segunda como x¨(t).
Como hemos dicho anteriormente, en el instante t tenemos que di(t) = 0. Tenemos que
evitar que di(t) decrezca, ya que se producir´ıa interpenetracio´n. Por lo tanto, tenemos
que hacer que d˙i(t) ≥ 0. ¿Que´ indica d˙i(t)?. Puesto que di(t) indica la distancia de
separacio´n, d˙i(t) indicara´ la velocidad de separacio´n en el instante t.
Por otra parte, derivando di(t) se tiene que d˙i(t) = ni(t)·(p˙a(t)− p˙b(t)), siendo p˙a(t) la
velocidad puntual del objeto A en el punto de contacto entre ambos objetos y p˙b(t) la
velocidad puntual del objeto B. Es decir, tenemos que d˙i(t) = n(t) · (vpA(t)− vpB(t)),
lo cual es igual a la velocidad relativa calculada en la Ecuacio´n (4.4). Cuando los
cuerpos esta´n en resting contact, d˙i(t) es cero, porque ninguno de los cuerpos se esta´n
moviendo el uno hacia el otro sobre el punto de contacto. (La velocidad relativa es
cero)
Resumiendo, si los cuerpos esta´n en resting contact, di(t) = 0 y d˙i(t) = 0. ¿Que´ sucede
con d¨i(t)?.
d¨i(t) mide co´mo ambos objetos aceleran uno hacia el otro en el punto de contacto. Si
d¨i(t) > 0, los objetos tienen una aceleracio´n que separa uno del otro, y la colisio´n se
deshace inmediatamente despue´s del instante t. Si d¨i(t) = 0, continu´a el contacto. El
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caso d¨i(t) < 0 debe ser evitado ya que esto indica que los puntos de contacto esta´n
acelerando el uno hacia el otro.
Por todo esto, la condicio´n que debemos comprobar para prevenir la interpene-
tracio´n es:
d¨i(t) ≥ 0 (6.1)
que se debe de cumplir para cada punto de contacto.
La fuerza de contacto ha de ser repulsiva: esto significa que cada fi debe ser
positiva, ya que una fuerza de fini(t) actu´a sobre el cuerpo A, y ni(t) es la normal
dirigida hacia ese mismo cuerpo. Por lo tanto, necesitamos:
fi ≥ 0 (6.2)
para cada punto de contacto.
Si los cuerpos comienzan a separarse la fuerza de contacto ha de ser 0: esta
restriccio´n esta´ expresada en te´rminos de fi y d¨i(t). Puesto que la fuerza de contacto
fi debe hacerse 0 si el contacto entre ambos cuerpos se deshace en el i-e´simo contacto,
esto significa que fi debe ser 0 en este caso. Esto quiere decir que:
fid¨i(t) = 0 (6.3)
Esto es as´ı, ya que si tenemos que d¨i(t) > 0, entonces para satisfacer la ecuacio´n (6.3)
se necesita que fi = 0. Si el contacto entre ambos cuerpos no se esta´ deshaciendo, ya
que seguimos en resting contact, entonces d¨i(t) = 0 y la ecuacio´n (6.3) se satisface
independientemente del valor de fi.
Para encontrar las fi que satisfacen las tres restricciones (6.1), (6.2) y (6.3), resulta que
cada d¨i(t) puede expresarse en terminos de los fi desconocidos como sigue [Bar97c]:
d¨i(t) = ai1f1 + ai2f2 + ...+ ainfn + bi (6.4)
Que expresado en forma matricial, resulta, para todo i:

d¨1(t)
.
.
.
d¨n(t)

 = A


f1
.
.
.
fn

+


b1
.
.
.
bn


donde A es la matriz n× n de los coeficientes aij de la ecuacio´n (6.4).
Los valores de aij y bi con 1 ≤ i, j ≤ n son conocidos, por ello se trata de resolver un
problema de la forma D = Af + b sujeto a las condiciones (6.1), (6.2) y (6.3). En concreto,
para resolver correctamente el problema del resting contact debemos calcular:
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La matriz A y el vector b (ver [Bar97c] para la derivacio´n).
A partir de ellos, el vector de fuerzas resultantes, es decir, las fi. El sistema de ecua-
ciones formado por (6.1), (6.2), (6.3) y (6.4) da lugar a un problema de programacio´n
cuadra´tica (QP) [Gou00]. La programacio´n cuadra´tica no es tan comu´n como lo es la
programacio´n lineal. Los algoritmos que resuelven este tipo de problemas tienen una
implementacio´n ma´s complicada, lo cual provoca en la mayor´ıa de los casos el uso de
paquetes comerciales que implementan resolutores.
En [Bar94] se propone un algoritmo alternativo para el ca´lculo de fuerzas de contacto
que no implica la resolucio´n de un problema de programacio´n cuadra´tica. En el caso
de sistemas sin friccio´n el algoritmo es similar al algoritmo de Dantzig [CD68] para
resolucio´n de problemas de complementariedad lineal (LCP). Nuestro problema de
resting contact adaptado a este algoritmo queda de la siguiente forma:
Dados la matriz A y el vector b, calculamos el vector f de fuerzas resultantes:
• Af + b ≥ 0, para evitar la interpenetracio´n.
• fi ≥ 0,∀i ∈ {1..n}, para indicar que las fuerzas son repulsivas.
• fT (Af+ b) = 0, si los cuerpos comienzan a separarse.
Este algoritmo alternativo fue el implementado para el ca´lculo de las fuerzas de
contacto. Se describira´ brevemente en la siguiente seccio´n.
6.2. Resolutor LCP adaptado al problema de resting
contact
El algoritmo a implementar funciona de la siguiente forma:
Inicialmente todos los fi toman valor 0.
Buscamos un valor para f1 que satisfaga las tres condiciones comentadas anterior-
mente.
Buscamos un valor para f2 que satisfaga las tres condiciones, manteniendo las condi-
ciones para f1.
Buscamos un valor para f3 que satisfaga las tres condiciones, manteniendo las condi-
ciones para f2 y f1.
etc.
90 CAPI´TULO 6. RESTING CONTACT
Una descripcio´n completa de dicho algoritmo y su demostracio´n de correccio´n y com-
pletitud puede obtenerse en [Bar94]. Para el ca´lculo del incremento de los fi que mantienen
las tres condiciones en los fk (1 ≤ k ≤ i) es necesaria la resolucio´n de un sistema de ecua-
ciones lineal. En RBS se ha utilizado el me´todo de resolucio´n mediante descomposicio´n
LU , cuya implementacio´n fue tomada de [PTVF92].
6.3. Integracio´n en el bucle de simulacio´n
En la seccio´n 5.3 se describ´ıa un bucle de simulacio´n que consist´ıa en la bu´squeda de
colisiones que se producen en el tiempo ma´s cercano, tras lo cual se realiza su tratamiento
(aplicacio´n de impulso). A continuacio´n trataremos de integrar el ca´lculo y aplicacio´n de
fuerzas de contacto en dicho bucle.
El Algoritmo 6.1 muestra un esquema del me´todo AvanzarHastaColisiones modifica-
do. A continuacio´n se detallan las diferencias ma´s relevantes:
Inclusio´n de un conjunto restingContact, donde se almacenan todos los contactos
que son resting contact, es decir, en aquellos donde la velocidad relativa de los puntos
de contacto es 0.
Ca´lculo de fuerzas de contacto. Una vez que hemos tratado todas las colisiones,
tenemos en el conjunto restingContact los contactos sobre los que deben aplicarse
las fuerzas de contacto. Para hallar dichas fuerzas tenemos que calcular previamente
la matriz A y el vector b de la adaptacio´n del LCP comentado anteriormente, para
despue´s resolverlo mediante la llamada a ResolverLCP .
Aplicacio´n de las fuerzas de contacto. El resolutor LCP nos devuelve los mo´dulos
de las fuerzas que se deben aplicar en cada contacto. So´lo nos queda aplicar cada
fuerza a su contacto correspondiente. Dicha fuerza tiene como mo´dulo el valor de fi
calculado y como direccio´n la normal de contacto.
6.4. Problemas encontrados con resting contact
La implementacio´n del tratamiento del resting contact en RBS no llego´ a funcionar
correctamente salvo para casos muy sencillos (esfera reposando sobre un paralelep´ıpedo,
esfera desliza´ndose por una rampa, etc.). Los principales problemas encontrados fueron:
Valores de salida del resolutor LCP incorrectos: En [Bar94] se comenta que
la correccio´n y completitud del algoritmo resolutor LCP esta´ sujeta a una condicio´n:
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rbsEscena :: AvanzarHastaColision(∆t)
apilar el estado de todos los objetos de la escena
avanzar el estado de todos los objetos de la escena un tiempo ∆t
paresBB := SolapamientosPorBoundingBox()
desapilar el estado de todos los objetos de la escena
〈colisiones, tminimo〉 := BuscarColisionesMasCercanas(paresBB,∆t)
avanzar todos los objetos de la escena un tiempo tminimo
repetir
restingContact := { }
hayColisiones := FALSE
para cada colision c de colisiones hacer
si los objetos involucrados en c se esta´n acercando entonces
calcular y aplicar impulso a los objetos participantes en c
hayColisiones := TRUE
sino si los objetos involucrados en c esta´n en resting contact entonces
an˜adir los contactos de c al conjunto de restingContact
fsi
fpara
hasta que hayColisiones = FALSE
si el conjunto restingContact no esta´ vac´ıo entonces
A := CalcularMatrizA(restingContact)
b := CalcularV ectorB(restingContact)
f := ResolverLCP (A,B)
aplicar f a los objetos implicados en los contactos de restingContact
fsi
devolver tminimo
Algoritmo 6.1: Me´todo AvanzarHastaColisiones con resting contact
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La matriz de entrada A debe ser semidefinida positiva (PSD). Una matriz M es
semidefinida positiva si y so´lo si vTMv ≥ 0 para todo v 6= 0. En las pruebas que
hicimos so´lo conseguimos obtener una matriz semidefinida positiva en casos donde
so´lo hab´ıa un contacto. En este caso se calculaba una matriz 1x1 cuyo u´nico elemento
era positivo (por tanto, la matriz era semidefinida positiva).
Sin embargo, en otras pruebas donde interven´ıan ma´s contactos (como por ejemplo,
un paralelep´ıpedo sobre otro) la matriz A de entrada no era PSD. En estos casos se
devolv´ıan soluciones exagerademente grandes para los fi.
No terminacio´n del resolutor LCP: Si la matriz de entrada A no es PSD, tambie´n
es posible que el algoritmo no termine. Esto provoco´ que en algunos casos de prueba
la simulacio´n quedase “colgada”.
Inestabilidad nume´rica: En casos en que la salida del resolutor LCP se pod´ıa con-
siderar correcta, ya que cumpl´ıa las condiciones expuestas al final de la seccio´n 6.1,
la fuerza de contacto realmente aplicada era ligeramente inferior a la que realmente
se deb´ıa aplicar para evitar la interpenetracio´n, debido principalmente a errores de
redondeo. Esto provocaba que los objetos que estaban en resting contact interpenetra-
sen ligeramente. El tratamiento de las colisiones en nuestro bucle de simulacio´n tiene
en todo momento como finalidad evitar la interpenetracio´n. Sin embargo, cuando los
objetos se encuentran ya interpenetrando (bien sea porque el usuario los haya colo-
cado as´ı, bien sea por el error de redondeo que estamos comentando) se ignora dicha
interpenetracio´n, ya que en principio ser´ıa complicado averiguar que´ impulso o fuerza
de contacto se deber´ıa aplicar para separar los objetos. Por este motivo una pequen˜a
interpenetracio´n entre dos objetos por errores de redondeo tiene como consecuencia
que en los siguientes ciclos de simulacio´n no se detecte ni colisio´n ni resting con-
tact entre los mismos, por lo que en los siguientes pasos la interpenetracio´n sera´ au´n
mayor.
Cap´ıtulo 7
Conclusiones
A lo largo de nuestro proyecto hemos llevado a cabo el estudio de diversos conceptos
procedentes de la meca´nica, ana´lisis nume´rico y geometr´ıa computacional, hasta aplicarlos
en la implementacio´n de una API para la simulacio´n de so´lidos r´ıgidos.
En una primera aproximacio´n hemos tratado los so´lidos r´ıgidos desde el punto de vista
de la cinema´tica y dina´mica aplicadas a este tipo de cuerpos. Esto tuvo como resultado
una primera versio´n de RBS que permit´ıa simular el comportamiento de so´lidos r´ıgidos
independientes.
Posteriormente se incorporaron a nuestro proyecto conceptos relacionados con la geome-
tr´ıa computacional, que dieron como resultado la implementacio´n de los diversos algoritmos
de deteccio´n de colisiones y su integracio´n en la arquitectura ya existente. Por otro lado
siguio´ evolucionando el tratamiento desde el punto de vista f´ısico de los so´lidos r´ıgidos, lo
cual permitio´ incorporar el concepto de impulso. En este punto del proyecto ya estuvimos
en disposicio´n de realizar simulaciones con varios cuerpos interactuando unos con otros.
La u´ltima fase de nuestro proyecto consistio´ en obtener la implementacio´n de una res-
puesta f´ısica realista al feno´meno conocido como resting contact. Esto dio´ de nuevo lugar
a la presentacio´n de nuevos conceptos f´ısicos cuya implementacio´n fue ma´s compleja de lo
inicialmente estimado. El resultado fue una implementacio´n parcial del resting contact, que
so´lo llego´ a funcionar en casos muy sencillos.
Paralelamente a todo este proceso de desarrollo de la API, se disen˜o´ e implemento´ un
modelo destinado a la representacio´n de las escenas simuladas, siguiendo los pasos de la
arquitectura modelo-vista-controlador (MVC). El producto de todo esto fue una interfaz
completamente modular que no so´lo permit´ıa la visualizacio´n gra´fica de la simulacio´n desde
varios puntos de vista, sino tambie´n la modificacio´n de los para´metros que interven´ıan en
la escena simulada (fuerzas, masas, comportamientos, etc.)
El resultado global del proyecto es una API potente y extensible para la simulacio´n
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en tiempo real de so´lidos r´ıgidos. Se ha buscado en todo momento un compromiso entre
realismo y tiempo de co´mputo.
7.1. Futuras mejoras/extensiones
7.1.1. Implementacio´n estable de resting contact
En la seccio´n 6.4 se comento´ que el resting contact so´lo llego´ a funcionar en casos
sencillos. Hay varias alternativas a la propuesta de [Bar97c], que fue la implementada en
RBS. Un ejemplo es la simulacio´n dina´mica basada en el impulso propuesta en [Mir96b].
Esta u´ltima realiza un tratamiento de resting contact que no requiere el uso de ningu´n
resolutor LCP.
7.1.2. Dina´mica con restricciones
La idea de este tipo de dina´mica es la incorporacio´n de restricciones en el modo en el
que las part´ıculas se pueden mover. Por ejemplo, podemos obligar que un objeto se mueva
a lo largo de una curva previamente definida o imponer que dos part´ıculas permanezcan
separadas en todo momento una determinada distancia.
El problema de la dina´mica con restricciones consiste en buscar que los objetos se
comporten de acuerdo a las leyes de Newton y de acuerdo a ciertas restricciones geome´tricas.
Su implementacio´n supondr´ıa la posibilidad de poder simular cuerpos articulados o unidos
entre s´ı. Podemos encontrar una introduccio´n a este problema en [Bar97a].
7.1.3. Taman˜o de paso adaptable
Uno de los problemas a la hora de simular es la eleccio´n de un taman˜o de paso adecuado.
Taman˜os de paso demasiado grandes conducen a un aumento del error cometido. Taman˜os
de paso demasiado pequen˜os producen ca´lculos innecesarios e inestabilidad nume´rica.
Una posible solucio´n a esto pasa por la implementacio´n de un taman˜o de paso que var´ıe
con el tiempo. Por ejemplo, a partir de un determinado estado de la escena podemos calcular
dos estimaciones para el estado siguiente: una realizando un paso de un determinado taman˜o
y otra realizando dos pasos de la mitad de este taman˜o. Si la diferencia entre estas dos
estimaciones es muy grande, debemos reducir el taman˜o de paso.
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7.1.4. Tratamiento de eventos
De momento los u´nicos eventos tratados en RBS son los notificados a los observadores
de la escena cuando se ha realizado un paso de simulacio´n. Si se quiere aplicar este proyecto
a la programacio´n de videojuegos, el usuario de la API querra´ conocer en que´ momento se
produce una determinada colisio´n o cua´ndo se detiene un determinado objeto. Este tipo de
eventos deben detectarse y notificarse.
7.1.5. Otras mejoras
Ampliacio´n del nu´mero de geometr´ıas contempladas.
Ampliacio´n del nu´mero de algoritmos de deteccio´n de colisiones.
Incorporacio´n de friccio´n esta´tica/dina´mica.
Incorporacio´n de nuevos tipos de fuerzas (muelles, viento, etc.)
etc.
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Ape´ndice A
Interfaz de usuario y capturas de
escenas
A.1. Interfaz de usuario
En este proyecto, adema´s de haber implementado el API RBS, hemos desarrollado una
interfaz interactiva con el usuario que permite visualizar y modifcar datos relativos a los
objetos y a las fuerzas que actu´an sobre ellos.
La ventana principal de nuestra interfaz tendra´ el aspecto mostrado en la figura A.1.
En este ejemplo se tienen dos objetos, una esfera y un paralelep´ıpedo.
Disponemos de tres vistas distintas para cada escena. En la figura A.1, la vista de la
izquierda es la frontal, la del centro es la cenital y la de la derecha es la lateral.
Los datos que se pueden visualizar sobre ambos objetos son: el nombre que reciben,
su masa, que´ comportamientos (lineal y rotacional) tienen activos/inactivos, el a´ngulo que
forman con respecto a cada eje coordenado y la posicio´n de su centro de masas.
Nuestra interfaz tambie´n permite modificar ciertas propiedades de los objetos de la
escena que tienen un nombre asignado. Esas propiedades son la masa y sus comportamientos
(lineal y rotacional).
Adema´s, podemos avanzar indefinidamente la simulacio´n mediante el boto´n Avanzar o
avanzar un u´nico paso en la simulacio´n mediante el boto´n Avanzar paso.
Tambie´n se muestra el tiempo actual de simulacio´n.
Al pulsar el boto´n Gestor de fuerzas se desplegara´ la ventana mostrada en la figura A.2.
En una tabla se muestran todas las fuerzas que actu´an, en el paso de simulacio´n actual,
sobre cada objeto con nombre que hay en la escena. Los datos mostrados son: el nombre
del objeto al que afecta la fuerza, el tipo de fuerza (instanta´nea, temporal, perpetua, ...),
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Figura A.1: Ventana principal de nuestra interfaz.
Figura A.2: Ventana para la getio´n de fuerzas de los objetos con nombre de la escena.
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un identificador u´nico de fuerza generado auto´ma´ticamente por la interfaz, los instantes de
inicio y el de finalizacio´n de la fuerza, el vector que representa a la fuerza y su punto de
aplicacio´n sobre el objeto. Por otra parte, se podra´n borrar fuerzas seleccionando el objeto
al que pertenence y su identificador. Tambie´n se permite an˜adir fuerzas a los objetos de
tres tipos: gravedad, instanta´nea y temporal. Para ello, debemos indicar el objeto al cual
se quiere an˜adir la fuerza y en funcio´n del tipo de fuerza una serie de datos concretos. De
esta forma para an˜adir gravedad no necesitamos ningu´n dato adicional; para an˜adir una
fuerza instanta´nea necesitamos el vector de la fuerza, su punto de aplicacio´n y el instante
de comienzo; y para an˜adir una temporal se necesita el vector de la fuerza, su punto de
aplicacio´n y los instantes de comienzo y finalizacio´n.
Para la implementacio´n de la interfaz de usuario, hemos utilizado la librer´ıa FLTK
(Fast Light Toolkit). Esta librer´ıa maneja componentes de interfaces de usuario (ventanas,
botones, menu´s, etc.). Es compatible con OpenGL, y funciona en Windows, UNIX/Linux
y MacOS.
Hemos empleado el modelo vista-controlador. De esta forma, cada elemento de la interfaz
sera´ tratado como una componente. Por ejemplo, a la hora de modificar la masa de un objeto
(ver figura A.1), hemos implementado la clase rbsControladorMasa, que dispone de un
choice para seleccionar el nombre del objeto al que se le quiere modificar la masa, de una
barra deslizadora para introducir el valor de la masa y de un boto´n para fijar los cambios.
Todo ello es tratado como una u´nica componente en la interfaz.
La clase rbsVistaControlador contiene instancias de cada una de estas componentes
y es la encargada de situarlas en la interfaz principal.
A.2. Capturas de escenas
A continuacio´n mostramos algunas de las escenas que hemos implementado. En ellas
se puede observar la evolucio´n de los objetos a lo largo del tiempo. Para cada escena
mostraremos las tres vistas que permite nuestra interfaz.
A.2.1. Escena 1
En esta escena se muestra algo semejante a un billar. A la bola blanca se le aplica
una fuerza instanta´nea sobre su centro de masas, en el instante t = 0 y cuyo vector es el
(5000, 0, 0).
La bola blanca colisionara´n con el resto de bolas en el instante t = 1,06. Nos interesa ver
las colisiones que se producen entre las esferas y con la mesa de billar (constru´ıda mediante
paralelep´ıpedos). La figura A.3 representa la escena en tres instantes diferentes de tiempo.
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Figura A.3: La primera fila muestra diferentes vistas de la escena en el instante t = 0. La
segunda fila muestra la escena en t = 2,92 segundos. La tercera fila sucede en el instante
t = 7,46 segundos.
A.2. CAPTURAS DE ESCENAS 101
A.2.2. Escena 2
En esta escena mostramos una serie de paralelep´ıpedos. La ficha amarilla esta´ sometida
a la fuerza de la gravedad. Por lo tanto, esta ficha caera´ sobre las de abajo.
Vemos la figura A.4. Las dos fichas de la izquierda tienen tanto su comportamiento lineal
como el rotacional desactivados, y por lo tanto, permanecera´n en su posicio´n pase lo que
pase, es decir, ni rotara´n ni se trasladara´n. La ficha amarilla tiene ambos comportamientos
activos. El resto de las fichas tienen el comportamiento rotacional activado y el lineal
desactivado, y por esto, simplemente rotara´n.
A.2.3. Escena 3
Nuestro objetivo en esta escena (ver figura A.5) es el de mostrar la potencia de nuestro
API en el caso de mu´ltiples colisiones simulta´neas. Tenemos 30 objetos. En el instante
t = 0, a algunos de ellos se les aplica una fuerza instanta´nea. En el instante t = 0,3, se les
aplica otra fuerza instanta´nea distinta a los dos paralelep´ıpedos frontales (los amarillos), de
forma que e´stos colisionen posteriormente con el resto de objetos. Las seis esferas blancas
superiores esta´n afectadas por la gravedad desde el instante inicial de la simulacio´n (t = 0).
A.2.4. Escena 4
En esta escena (ver figura A.6) mostramos el caso del resting contact. Inicialmente la
esfera esta´ suspendida sobre la rampa. Como esta´ afectada por la gravedad caera´ hacia la
rampa. Por otra parte, el coeficiente de restitucio´n entre la esfera y la rampa es 0. Esto
hara´ que cuando ambos objetos entren en contacto, la velocidad relativa en el punto de
contacto sea pra´cticamente 0 y, por lo tanto, se produce resting contact. En la segunda
fila de la figura A.6 se muestra este instante. Gracias a esto, la pelota no atraviesa al
paralelep´ıpedo, sino que se traslada sobre e´l (como muestra la tercera fila de la figura A.6).
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Figura A.4: La primera fila muestra diferentes vistas de la escena en el instante t = 0. La
segunda fila muestra la escena en t = 0,52 segundos. La tercera fila sucede en el instante
t = 2,68 segundos.
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Figura A.5: La primera fila muestra diferentes vistas de la escena en el instante t = 0. La
segunda fila muestra la escena en t = 1,05 segundos. La tercera fila sucede en el instante
t = 1,80 segundos.
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Figura A.6: La primera fila muestra diferentes vistas de la escena en el instante t = 0.
La segunda fila muestra la escena en t = 0,76 segundos, justo cuando se produce resting
contact. La tercera fila sucede en el instante t = 1,10 segundos.
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