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The reason for all the Java-related activity is that the technology addresses several quite different needs at least moderately well. However, the confusion, hype, and obfuscation are even greater than they were for the object-oriented revolution. In this article, I shall attempt to clarify the uses of the several aspects of everything known as "Java," for I believe a combination of factors will result in Java's becoming very important.
Java has many aspects
"What is Java?" is the key question to ask, because the answer reveals the reason for the excitement as well as the source of the confusion: Java is not just one thing. It is several connected things, each of which meets a different need.
• The Java language is a compiled, object-oriented language. It is a cross between Eiffel and C++ and is somewhat easier to learn and use correctly than C++. Currently, performance is generally poor, but it is unclear what the performance will be like when the compilers mature. Java meets the need for a simpler C++-like language.
• The Java Abstract Windowing Toolkit (AWT) is a graphical-user-interface (GUI) toolkit included in Java. Other similar libraries and rapid-application-development frameworks (RADs) are being developed by various firms. Java with a Java GUI toolkit might be a solution to the problem of producing portable GUIs.
• The Java Virtual Machine (also known as the Java VM, JVM, or the Java platform) is a specification for a computer. The Java language can be compiled into object code for the JVM. This object code is also called Java byte code. A computer program can be written that simulates the abstract computer represented by the JVM specification. This computer program can then take the Java byte code as input and execute the program it specifies. The JVM "security manager" can restrict the privileges the program has on the computer executing the program. In particular, a Web browser can install a restrictive ("sandbox") manager into its JVM that does not allow such things as access to the file system, thus enabling it to run (allegedly safely) Java byte code that it received from an untrustworthy source such as a Web site. The JVM meets the need for creating portable programs deliverable by Web browsers.
• Java Data Base Connectivity (JDBC) is a specification for connecting Java programs to relational databases. The connection to any given database can be done once, and then any Java program can use that kind of database by means of the JDBC interface. This is one of many "interfaces" being developed for Java programming.
• Java Beans and Active X are different component technologies for allowing people to write little gizmos to put on their Web pages, said gizmos allegedly doing wonderful things to amuse the populace. Active X is a centerpiece of Microsoft's plans for Windows, while Java Beans offers a non-Microsoft alternative.
• JavaScript has nothing to do with Java. It was another Netscape product that the company renamed to exploit the Java cachet. It is an interpreted scripting language of no special merit. See the trouble? • Strictly as a programming language, Java is interesting but not compelling. If it were only a language, it would have drawn much less attention.
Avoiding the Second Historic Mistake*
Ten years ago or so, when object technology first captured the industry's attention, projects moved en masse to C++.
This was not the right decision. Not that everything was bad with C++ (then it would not have attracted so many people); it was simply not appropriate for serious software engineering. C++ was a transition technology, useful to make C developers and their managers objectaware, but not appropriate for the development of durable, high-quality software systems. Interestingly enough, this was clear to many people; virtually every object-oriented expert would privately concede that C++ was an inadequate solution-but carefully refrain from saying so in public, for fear of appearing to go against the tide. This is happening again with Java. Once again we have an approach that has some major contributions to make but is hyped as the solution to everything-and is not.
The contributions are clear enough. Java is good as a language in which to write applets and (through its virtual machine) as a portable vehicle for executing programs written in various languages. Its dynamic aspects are also interesting for many applications.
But Java is inadequate as a software-engineeering language for enterprise applications. The deafening and at times indecent marketing campaign that has been running continuously for almost two years now (the highlighted quote from Sun's Open Finance is typical) conveniently overlooks the limitations of Java: • Strictly as a GUI toolkit, the AWT is not impressive, but as a possible road to a portable windowing system, it drew attention.
• As a commercial battleground, Java has produced the usual debris from battlegrounds: smoke, confusion, propaganda, catastrophic expenditures, and wounded combatants. The Java concept for portable computing, on the other hand, was not too small and not too big, but just right. It hit the world just as the Web took off, and it answered a compelling need: how to make a program run on an unknown target computer, without damaging that computer even if the programmer tries to do so, and to give that program an acceptable windowing interface.
The resulting confusion has been astounding. Some managers want things written in Java, even if they have little idea of what that means. Some people have heard that Java is interpreted and concluded it must be an interpreter-it is not. Some people think that using Java is the only way for a Web site to execute programs on a client-not true. In fact, every need Java answers it answers only modestly well, and in no case is it the only way to solve the problem. Yet, it may be good enough in each of these areas that it becomes a principal programming language (see "How Big Is Java Now?" on p. 615).
Languages and compilation strategies
Java is a compiled language, but in Web applications the Java source code is not compiled to object code for the target machine. Instead, the compilation produces a portable object code that is shipped to the target machine where it will be executed. Since this is the crucial aspect of the Java phenomenon, I shall explain it in more detail.
Compilers produce executables. A compiler must process one or more text files containing source code into something that can be executed by the target computer. Typically this is done with three parts (see figure):
1. The "front end" is the portion of that compiler that translates the high-level source code into a much simpler language. This second language, called the intermediate form, is a language that is much more low-level. The original program is thus translated into a longer, less human-readable, but less complicated form. This intermediate form might be, for example, a parse-tree structure or a series of operator/operand statements.
2. An optimization stage may now be applied. Some of the kinds of optimization a compiler might attempt were described in Arch Robison's article on C++ compilers. 1 3. The "back end" of the compiler writes machine code suitable to the target computer. Some further optimization may also occur. For most compiled languages, files of separately compiled modules are then linked to produce the actual executable program, or a dynamic loading stage may accomplish that when the program is run. A run-time support library must be available to link into the program.
Together, the compiler and linker thus produce a new program that behaves as specified by the source code. To do this, the back end must produce different code for each different target machine. The run-time support library must also be available for the target machine.
Interpreters execute scripts. An interpreter is a program designed to execute a certain programming language interactively. Not every language can be interpreted. The semantics of the language may require that the program be completely entered before it can be understood. Also, the division of source code into files may play a role in the language's semantic rules. Perl, Python, Matlab, IDL, Basis, and Yorick are interpreted languages. In fact, most executions of such programs are actually the processing of files full of source code (scripts) rather than interactive sessions, but the distinguishing characteristic is that the language semantics permits interactive execution.
A common strategy for executing interpreted languages is as follows (see figure): 1. A front end translates the source into an intermediate form.
2. An execution engine executes the intermediate form with the aid of a run-time system that is included in the interpreter. As soon as it has a meaningfully complete portion of the program, it can execute that portion immediately.
In this case, the final program executed by the user is the interpreter itself, with either interactive or script input. The interpreter must be available on the target machine. The reason interpreters typically use a front end is that this eliminates repeated parsing of the source.
Java uses a hybrid approach. What if a compiler produces an intermediate form that is then fed to an execution engine, rather than sending it to a back end to be turned into machine-specific object code (see figure) ? It almost goes without saying that the resulting performance is worse than native compilation, since you are in effect turning the compiled language into an interpreted one in some sense, albeit one that is not interactive. Although this seems like the worst of both worlds, in fact it offers a powerful advantage: If the intermediate form is machine-independent, you do not have to know anything about the target architecture, only that it has the execution engine.
This then is the Java approach: a compiled language, but with a public specification of the intermediate form and the execution engine, and the availability of that execution engine in popular Web browsers.
The original source from a Web site ends up being turned into an intermediate form that is shipped on demand to any browser's machine. The intermediate form is then executed by the browser (or a "helper" application, called a "plug-in"). one-shot communication, a Web site does not have a chance to change the page it has sent once it sends it. If instead it sends a program, the program can execute on the browser's machine and react to user input. It can also connect back to the Web site for information, such as database access.
Most of us have filled out forms on Web pages. When you fill out a form on a Web page, and then click a "Submit" button or the like, the information you entered is being sent back to the Web server as input to a program running on the server. The server program sends a page of Hypertext Markup Language (HTML) back to the browser, which formats the page and displays it. However, nothing further happens. A user might request a stock price in this way, but once it is displayed there is no way to keep the information up-to-date without repeated action by the user.
With the hybrid model, the program is written on the Web server but runs on the browser's machine. Such a program is called an "applet" (a word implying a "small application"). Since the program is running on the end-user's machine, it can quickly change the display and react to user input.
The particular intermediate form used by Java is Java byte code, and the execution engine is the JVM. Except for the compelling fact that the JVM is available built into standard browsers, there is nothing special about Java, the Java byte code, or the JVM. In theory, any portable intermediate form for which an execution engine has been widely distributed will accomplish the desired goal of portability, and nothing prevents other languages from being compiled to Java byte code.
Native compilers are fastest. Nothing about Java requires that it be compiled to byte code. Java is a compiled language, and therefore you could simply write a compiler for it for a given platform. This would be called a "native" compiler, since the object code produced would be "native" to that platform.
Using a native compiler provides typically far better performance than the byte-code approach. Full optimization strategies can be implemented, such as full source analysis, inlining, and so on. The performance of code produced by a native compiler will depend on many subtle factors, including the degree to which the language semantics hinder optimization.
For example, the Java language specifies that array accesses are bounds-checked. It is possible that much of the checking might be optimized out of a given loop, so whether or not this will be a significant problem for a fully mature compiler remains an open question. We know from experiences with other languages that every optimization required for good performance means a slower and more fragile compilation. In particular, we know for object-oriented languages that inlining and the degree to which temporary objects are created are crucial factors. I do not have the expertise to judge how well a really good native Java compiler will eventually perform, but I suspect that creating such a compiler will be a formidable task.
The commercial push behind Java has provided another possibility, usually called a "network computer" running the "Java OS." Such a computer is one for which the Java byte code is the native object code. This eliminates the extra layer of the "execution engine." Typically, it is suggested that such a computer could be a low-cost computer with few local resources, obtaining its programs by downloading byte code over the network (hence the name, "network computer"). The performance of such a system remains an open question but
Figure. In Web applications Java uses a hybrid method that combines elements of compilers and interpreters.
COMPUTERS code, producing approximately the same result as the native compiler but in two stages on two possibly different machines. This is almost the "best of both worlds," unless the JIT uses up too much time relative to the time it will take the desired program to execute. If the program is executed frequently, caching might be used to mitigate this cost.
Since the intermediate form is more low-level than the original, some optimizations possible on the original are likely to prove more difficult or impossible if only the intermediate form is available. Moreover, in the standard browserbased model, the tradeoff between compile time and execution time is not the same as is typical of compute-intensive scientific programs, and this further reduces the motivation for developing highly optimizing compilers.
All in all, then, we would expect the performance of a JIT compiler to be better than that of a JVM simulator, but probably not up to that of a native compiler. Clearly, a JIT compiler can improve any browser, and so JIT compilers are starting to appear. For example, Microsoft Internet Explorer contains a JIT compiler. Any other language compiled to Java byte code can use the services of the browser's JIT to increase its performance when used in an applet.
How to get Java. The Java Development Kit (JDK) is distributed freely from Java Soft Inc.'s Web site at http:// www.javasoft.com. For Windows, Microsoft sells a Java rapid-application-development (RAD) system called Visual J++ very inexpensively. There are numerous other RAD systems for various platforms, and so finding a development system on a platform of interest to you is not a problem. These systems typically give you a hybrid compiler and execution engine, and you can use them to make both standalone programs and applets.
For documentation, see the Java Soft site and the many useful books that have been written about Java. 2, 3 The Java language Java is a purely object-oriented language. I consider its design to be slightly self-contradictory: it is a somewhat unsafe language with considerable emphasis on safety. Java resembles C++ in many ways, but this is a matter of appearance more than of substance. The table compares the characteristics of Java with those of two other object-oriented compiled languages that were influential in Java's design, C++ and Eiffel. Java is simpler to learn and use correctly than C++ but harder than Fortran 77 or C. Java includes facilities for concurrent execution and a standard set of packages including a GUI toolkit.
Java is simpler than C++, but not simple. The Java syntax for individual statements and expressions is the same as that of C++. Like Eiffel, all program statements reside in one or more classes; there are no global variables or functions. There is no preprocessor, and no assertion facility.
Java is a reference language rather than a variable language. I shall explain this a little, since it will be a new concept to many of my readers.
Names are bound to objects rather than representing storage locations. The statement x = y changes the object to which x is bound to be the same as the one to which y is bound, rather than storing y's value in a structure represented by the name x. For example: In this example, two names, x and y, are declared to be names for integer arrays. A new object of type integer array, of length 100, is created, and y is made to refer to it. Then the assignment statement causes x to refer to the same object as y. So x and y are now two different names for the same object. This takes some getting used to if you are a Fortran programmer.
All array references are bounds-checked. Referencebased garbage collection replaces hand-coded memory management. For example, if a class method contained the statements above, when execution left the method the object created by the new operator would no longer be reachable from the program; therefore, its space would be reclaimed.
Java supports only single inheritance, but it allows the specification of multiple interfaces. While a class can then implement as many of these interfaces as it wishes, you must
How Big Is Java Now?
In a lecture at the SIGPLAN Symposium on Principles and Practice of Parallel Programming (Las Vegas, June 1997), Professor Ken Kennedy of Rice University quoted an unspecified survey that asked people to state their primary programming language. According to Kennedy, 17% said Java, the same number who chose Fortran. That seems astounding.
However, the May 1997 issue of Java Reports quotes a study from International Data Corp. (http://www.idcresearch.com) as saying that sales of Java development tools in 1996 amounted to no more than $100 million out of a total $22.7 billion development tools market, although Java's share was expected to grow rapidly.
Since some commercial parties have a vested interest in making it appear that Java is doing well, it is hard to tell how big Java is now. To paraphrase Bob Dylan's lyric, something is happening here but I don't know what it is. re-implement the entire interface in each class. Reuse of code, and the construction of scientific libraries, is thus severely limited. Were nature so limited, no fish could be a vertebrate.
Some Java supporters will try to put a spin on this: multiple inheritance, they say, is a bad idea and creates various problems. However, although it is true that multiple inheritance can create problems, they are problems for which a language allowing multiple inheritance can provide solutions. The solutions provided in C++ are incomplete. The history of multiple inheritance in C++ is therefore a source of some of the claims that multiple inheritance is somehow a troubled concept. However, the flawless implementation of multiple inheritance in Eiffel is an existence proof to the contrary.
Unlike in C++, in Java you cannot define the meaning of the numerical operators for your own classes. This is in principle simply a matter of a lack of a nice syntax, not a lack of any capability. However, it is a significant deficit for scientific programmers.
Java lacks parameterized classes or templates, although some form of such genericity will probably appear in a future standard. The lack of genericity and the concept of multiple interfaces rather than multiple inheritance make it harder to produce top-quality reusable components. (See "Avoiding the Second Historical Mistake," p. 611, for a more detailed criticism of Java.)
Concurrency and parallel programming. Java has builtin support for concurrent programming, making it one of the easiest languages in which to create a program with separately executing threads of control. Java is thus attractive to those who wish to write such programs and to those who want to learn more about concurrency or develop concurrent algorithms.
Some work on parallel programming in Java has also begun. For some glimpse into the current state of concurrency and parallel programming in Java, see the June 1997 issue of Concurrency, Practice and Experience. 4 Using Java for GUI programming. Java entered the Web world with a built-in toolkit called AWT. With this toolkit you can write a GUI interface that will work on any machine to which the Java environment has been ported. This ability to create just one interface that will work on Windows, Macintosh, and Unix/X-Windows environments solves a big problem for some programmers. Other solutions to that problem are typically very expensive. The AWT may be compared to the Tcl/Tk environment, now also available on most platforms. In both cases you get portability. In both cases nativelook-and-feel fanatics are not much impressed by the resulting GUI. Other such toolkits are now being offered to the Java programmer.
Java performance is an open question. Two of the possible roles for Java programming may especially interest readers of Computers in Physics. First, Java can be used to deliver educational content in the form of applets that students can use. Second, readers may wish to program scientific calculations in Java. While efficiency is possibly an issue in the first case, it may be crucial in the second case.
Java is not yet ready for computationally intensive jobs. Informal reports seem to indicate that Java used in the hybrid manner may be 10-25 times slower than C++. As we all know, you can probably get most any result you want by choosing the right benchmark and hardware. How well Java can do on a JIT compiler, or a native compiler, is unclear. For one thing, these are such early days for Java compilers that one would expect considerable improvement in the future. But, lacking expression templates, Java suffers, I am sure, from the same severe problems we see in C++ without expression templates when we attempt to write highly abstract object-oriented code rather than low-level, C-like code.
Even for low-level code, there may be things to worry about. The rules of Java are that array accesses are always bounds-checked, unless the compiler disables or optimizes out this "feature," and although I generally believe manual memory management is not desirable, it can make a big performance difference in some cases.
A corporate battlefield
If Java were not a possible vehicle for dealing with Microsoft's dominant position in the business programming market, I doubt that you would have ever heard of it. Faced with such difficult competition, other players in the industry saw the opportunity to suggest Java as a solution to three related business issues:
• The opportunities and problems of Web-based commerce and corporate intranets.
• The expenses of maintaining software packages and data on fleets of corporate PCs.
• The capital cost, high turnover, and lack of corporate control of powerful desktop computers. Instead of a powerful personal computer on each desktop, containing individual copies of programs, we can imagine a simpler, diskless "network computer" (NC), running a native Java OS. Java programs would be distributed to these NCs from a powerful central computer. Such a scheme would give centralized MIS departments a chance to reduce operating and capital costs, insure uniformity, and improve quality (that is, regain their stranglehold on the computing environment).
Microsoft has countered this idea brilliantly. Microsoft is co-opting the Java one-program-fits-all idea and is making it attractive for corporate programmers to write in a Microsoft-specific Java known as Visual J++. Visual Basic, Visual C++, and Visual J++ are being offered in an attractive integrated environment that includes edit, build, debug, and browse-documentation components. (The Fortran part of this environment has been sold to Digital Equipment Corp.) Microsoft also made "Zero Administration," a plan for reducing corporate maintenance costs, a central focus of its plans.
Thus, Microsoft is offering users of its products the choice of programming in the same way as other Java programmers, but with attractive inducements to utilize features that make Windows programs more attractive and easier to write. It appears to me that this strategy is succeeding pretty well. After all, for many corporate programmers Windows is the only system with which they have to deal. A chance to do your job easier and better is pretty hard to resist.
Is Java for scientific programming?
Java is not simple or easy to learn, except by comparison to C++. It is not especially safe, except by comparison to C++, and it is questionable how well it can be used to create reusable components due to the lack of assertions and multiple inheritance. Nevertheless, its position in the market and the way it fills several needs at once, albeit imperfectly, will make it a mainstream language.
For those of you who will be writing Web-based instructional content, Java will be very attractive, especially if combined with some more capable GUI toolkit and/or Active X content. Be sure to get the most supportive integrated development environment you can find for your platform.
The really important idea popularized by Java is the idea of compiling to a universal virtual machine. Java as a language does not hold a special franchise on this idea. For example, Python already used a bytecode intermediate form, and so it was a simple matter to make a Python plug-in for browsers.
For scientific programmers who want to do serious number crunching, Java is at best a possibility for the future. At the moment, I do not see any way to use Java for the construction of abstract yet efficient physics objects as discussed in the works of Scott Haney 5, 6 and Geoffrey Furnish. 7 Some aspects of Java's design emphasize safety rather than speed. However, this emphasis on safety is contradicted by an imperfect type system. Encapsulation depends more on good behavior than language rules, and the rules for dynamic binding, function overloading, and function redefinition are both dangerous and complicated.
Most likely, Java will become just one more tool we use to get our jobs done. For some of us, learning Java immediately is a good idea. For others, the time to learn is not yet or perhaps never. But all of us should know enough about Java to know when it might be part of a solution. I hope this article has helped that need.
