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Organització de la memòria
A continuació es mostra una llista amb els apartats que formen aquesta memòria acompanyats 
d’una breu descripció que explica els seus continguts:
● Introducció: Conté una breu explicació sobre el context del projecte, les motivacions 
que han portat a realitzar-lo i els objectius d’aquest.
● Problemàtiques i dificultats del tractament d'imatges: En aquesta secció es preten 
donar  a  coneixer  quines  son  les  majors  dificultats  a  l'hora  de  desenvolupar  aquest 
projecte.
● Aplicacions semblants en el mercat:  En aquest  apartat es pretén donar una visió 
general de quines aplicacions existeixen en aquest camp i quins són els seus punts forts 
i les seves carències.
● Eines  utilitzades:  Aquí  s’expliquen  les  eines  utilitzades  com  llenguatges  de 
programació, programes, SDK's i IDE’s.
● Algorisme de la aplicació: Aquest punt explica les diferents etapes del programa, es 
dóna una explicació dels motius que el fan necessari i el seu marc teòric i es mostra 
l’algorisme en pseudocodi de la implementació del projecte.
○ Discretització de l’espai de colors: Redueix l’espai de colors a un subconjunt 
més fàcil d’identificar. 
○ Eliminació d’ombres fosques: Elimina les ombres produïdes per les arruges de 
la roba.
○ Detecció del color, d’ombres gradients i estampats: Calcula els colors que té 
la roba, elimina ombres produides per altres objectes o el propi usuari i busca 
estampats.
○ Expressió  del  resultat:  Comunica  a  l’usuari  els  resultats  de  l’aplicació  de 
l’algorisme.
● Exemples del resultat: Mostra els resultats finals del projecte mitjançant una sèrie de 
parelles d’imatges i text parlat. 
● Estimació econòmica del projecte: En aquest apartat es mostra el calcul del cost que 
suposaria la realització de la aplicació.
● Gestió del projecte: Explicació de les etapes de desenvolupament del projecte amb les 
dates corresponents.
● Conclusions: Aportació personal del projecte, comparació dels resultats esperats amb 
els obtinguts i reflexions sobre parts que hauria fet diferent.




El projecte final de carrera Reconeixement d’imatges per a persones amb discapacitats ha estat 
realitzat  per  Ricard  Romeo  Murgó,  estudiant  d’enginyeria  en  informàtica  a  la  Facultat 
d’Informàtica de Barcelona (FIB), pertanyent a la Universitat Politècnica de Catalunya (UPC). El 
director del projecte ha sigut en Llorenç Roselló Saurí, Doctor en matemàtiques i professor del 
departament  de  Matemàtica  Aplicada  2  (MAII)  de  la  UPC.  Aquest  projecte  pertany  a  la 
modalitat A, ja que va ser proposat per l’alumne i a l’hora tracta sobre la temàtica proposada pel 
professor.
L’origen del projecte és l’interès personal de l’alumne en realitzar una aplicació mòbil  per a 
persones amb discapacitats que permeti reconèixer els colors en una peça de vestir, per a que 
pugui ser d’utilitat per a persones amb problemes per a distingir els colors o per a permetre’n la 
identificació per a persones invidents. Posteriorment el professor Llorenç Roselló va proposar 
un projecte sobre reconeixement d’imatges per a persones amb discapacitats. Posteriorment en 
Ricard Romeo es va posar en contacte per a continuar el projecte sota la direcció d’en Llorenç 
Roselló i presentar-lo com a projecte final de carrera.
El  professor  Llorenç  Roselló  pertany  al  Grup  de  Recerca  en  Enginyeria  de 
Coneixement(GREC). El GREC, fundat el 1994, és un grup universitari en el que hi participen 
investigadors d’ESADE i de la UPC. Des dels seus inicis la multidisciplinarietat del grup ha 
permès treballar tant en recerca bàsica com en recerca aplicada. L’activitat principal del GREC 
es centra en la recerca i desenvolupament de tècniques dins de l’àrea d’Intel·ligencia Artificial. 
Els objectius de recerca que es defineixen dins del GREC és situen sobre dos eixos:
● Desenvolupament de metodologies pròpies de la Intel·ligencia Articicial en entorns no 
estructurals(informació incomplerta, imperfecta i/o imprecisa.
● Aplicació d’aquestes metodologies en camps relacionats amb la presa de decisions, les 
finances i el màrqueting.
Motivació
Els dispositius mòbils presenten moltes oportunitats a l’hora de millorar la qualitat de vida de 
persones amb discapacitat  ja  que presenten una capacitat  de càlcul  molt  elevada  i  vénen 
incorporats amb camera, cosa que permet l’aplicació d’algorismes de reconeixement d’imatge.
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La motivació d’aquest projecte és aprofitar aquests factors per a solucionar problemes o donar 
facilitats a persones amb discapacitats, com pot ser el cas de descriure el color de peçes de 
roba.
Com a motivació personal que em va portar a iniciar la aplicació va ser el fet de que persones 
que  he  conegut  amb discapacitat  m’han  dit  que  aquesta  aplicació  seria  útil  per  a  aquest 
col·lectiu  ja  que les  altres aplicacions  del  mercat  tenen algunes carències,  com necessitat 
d’apuntar o impossibilitat de distingir més d’un color.
Altres  aspectes  que  em motiven  del  projecte  és  el  fet  d'aprendre  a  documentar-me per  a 
desenvolupar  un  projecte  nou  sobre  el  qual  no  tinc  gaires  coneixements  previs  i  també 
aprendre conceptes sobre reconeixement d'imatge, que és un tema que sempre m'ha cridat 
l'atenció.
A  part  també  m’han  interessat  sempre  les  plataformes  mòbils  ja  que  presenten  moltes 
oportunitats  i  aquesta  és  una  bona  oportunitat  per  aprendre  a  desenvolupar  aplicacions 
d’aquest tipus mentre faig feina que després podrà ser útil.
Objectius
L’objectiu principal del projecte es desenvolupar una aplicació per a persones amb discapacitat 
sobre el sistema operatiu Android que permeti identificar el color d’una peça de roba i respongui 
de forma auditiva.
Hem separat els objectius en dos blocs, d'entrada hi ha un bloc que consisteix en els objectius 
bàsics, que són els que s'hauran d'implementar primer i formaran una aplicació bàsica. Un cop 
fets aquests objectius, aquesta aplicació bàsica s'ampliarà afegint objectius del segon bloc, que 
correspon a objectius optatius, que nomes servirien per afegir només funcionalitats o opcions al 
projecte.
Els objectius inicials consistien en:
● Identificar els colors de la peça de roba.
● Eliminar els problemes causats per les ombres.
● Calcular el percentatge ocupat de cada color.
● Expressar el resultat utilitzant veu sintetitzada.
● Mantenir un temps de resposta raonable.
Un  cop  complerts  aquests  objectius  ja  es  disposa  d’una  aplicació  útil  i  acabada,  de  totes 
formes, es van determinar com a objectius optatius les seguents funcionalitats:
● Detectar estampats a la roba.
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● Detectar robes compatibles.
● Llegir text de les peces
Per a dur a terme les proves, a cada etapa del projecte s’han efectuat els algorismes i s’ha 
dipositat  els  resultats  en  imatges  de  forma  representativa  per  a  poder  identificar  si  el 
funcionament de l’algorisme és correcte.
Al  llarg  del  projecte  es  van  anar  provant  diferents  algorismes,  i  alguns  es  van  haver  de 
descartar i substituir degut a que les respostes no eren prou precises o a que el temps de càlcul 
era massa gran.
Aquests imprevistos van allargar el temps de desenvolupament del projecte i vàrem haver de 
rebutjar algunes funcionalitats optatives.
Finalment els objectius del projecte són, doncs:
● Identificar els colors de la peça de roba.
● Eliminar els problemes causats per les ombres.
● Calcular el percentatge ocupat de cada color.
● Expressar el resultat utilitzant veu sintetitzada.
● Mantenir un temps de resposta raonable.
● Detectar estampats a la roba.
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Problemàtiques  i  dificultats  del  tractament 
d'imatges
El món del tractament d'imatge és complex, especialment a l'hora de tractar el color, ja que no 
només fa falta un algorisme capaç de detectar elements dins de la imatge correctament sinó 
que hi intervenen elements externs com la il·luminació.
Una altre problemàtica és el temps de càlcul dels algorismes, ja que a vegades, tot i tindre 
algorismes amb els que obtenim respostes amb una qualitat més elevada no ens son útils ja 
que tenen un temps de resposta més elevat.
A continuació es mostren les problematiques trobades a l'hora de realitzar aquesta aplicació:
Ombres
A l'hora de fer fotografies per a analitzar peces de roba ens trobem que hi ha parts enfosquides 
per  culpa  de  la  ombra  ja  sigui  per  un  objecte 
extern, el propi usuari a l'hora de fer la fotografia o 
les  propies arrugues de la roba.
Per  a  solucionar  aquest  problema  hem  aplicat 
solucions diferents en funció del tipus d'ombra, per 
a les ombres de color totalment negre hem buscat 
formes  de  color  negre  allargades  ja  que  solen 
tindre aquesta forma. Mentre que per a les ombres 
degradades  hem  buscat  fronteres  amb  canvis 
bruscos en la tonalitat d'un color.
8
Il·lustració 1: Peça de roba enfosquida per 
ombres
White balancing
Un altre  problema que ens trobem a l'hora  d'anaitzar 
imatges és la  necessitat  d'aplicar  algorismes de white 
balancing ja que a l'hora de fer una fotografia els colors 
s'esbiaixen. Això és degut a que la llum pot vindre de 
diferents  fonts  amb diferents  propietats,  entre  elles  la 
temperatura del color i per tant, en cas de que una font 
de  llum  no  sigui  blanca  pura  implicarà  que  algunes 
components RGB del color siguin més importants que 
d'altres.  Aquesta  problemàtica  s'accentua  amb  peçes 
amb tonalitats  apagades(sobretot  amb blancs,  grisos i 
negres). Els dispositius android ja incorporen algorismes 
de white  balancing,  tot  i  això  en  algunes  ocasions  el 
dispositiu  falla  i  assigna uns parametres incorrectes a 
l'algorisme  o  simplement  no  disposa  d'un  algorisme 
suficientment bo.
Per  a  solucionar  aquest  problema  s'haurien 
d'implementar algorismes de white balancing i  fer  que 
l'usuari  pugui  escollir  quin  algorisme 
utilitzar(incandescent, llum calida...) o alguna forma de calibrar l'aplicació.
Eficiència
 
Finalment un últim punt a tenir en compte és l'eficiència de l'aplicació. Per tant hem de buscar 
un algorisme que dongui unes respostes prou encertades i, a part, que les dongui de forma 
prou ràpida. Pel que fa a aquesta aplicació hem posat com a limit  de temps per a calcular 
l'algorisme uns 10 segons.
Despres de fer tests el temps de resposta per a diferents dispositius és d'1 segon utilitzant un 
Nexus 5, dos segons utilitzant Sony Xperia J i uns 6 segons utilitzant un samsung galaxy mini.
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Il·lustració 2: Fotografia amb l'espai de 
colors esbiaixat(esquerra) acompanyat 
del resultat d'aplicar dos resultats 
diferents de white balancing
Aplicacions semblants en el mercat
Punts forts
Precisió
Hi ha altres aplicacions al mercat amb millor precisió degut a diferents raons:
Per una banda hi ha aplicacions amb més precisió al identificar peces d’un sol color ja que 
donen com a output un únic color i mitjançant el calcul de modes i mitjanes aritmètiques és més 
fàcil  determinar  el  color  en aquest  cas  que  no amb l’algorisme usat  per  nosaltres,  ja  que 
podriem donar falsos positius amb ombres o estampats.
Una altre rao es l’ús de white balancing. Al haver-hi tanta varietat de dispositius en android no 
totes les cameres tenen la mateixa qualitat. Algunes cameres donen resultats pitjors ja que a 
l’hora de fer la fotografia alguns colors es distorsionen i  es guarda una imatge amb colors 
diferents als de la realitat. Com a consequencia s’envia a l’algorisme de l’aplicació una imatge 
distorsionada i pot variar la tonalitat del color donat com a output. Per a solucionar això altres 
aplicacions utilitzen algorismes de white balancing per a corregir l’error.
Finalment com hem comentat abans, hi ha aplicacions que fan el calcul d’un sol color. Per tant 
nomes necessiten una porció de la imatge i  es centren en una àrea més petita.  Com això 
requereix apuntar es pot seleccionar una part de la peça de roba on no hi hagi ombres ni soroll 
que pugui distorsionar el resultat. A part també permet fer la fotografia des de mes lluny i evitar 
que un dispositiu amb un flaix massa fort enblanquineixi la imatge.
Carències
Un sol color
A diferencia  d’altres  aplicacions  del  mercat  hem  volgut  fer  una  aplicació  que  dongui  mes 
informació que no un sol color.
Per una banda la aplicació és capaç de distingir més d’un color, per tant en cas de tindre una 
peça amb diferents colors podem informar a l’usuari de forma més precisa. El fet de tindre una 
peça amb més d’un color també aporta error a altres aplicacions ja que realitzen la mitjana i 
donen com a resposta un color intermig.
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Informació sobre estampats
Un altre aspecte que aporta la aplicació és la informació sobre estampats. L’aplicació permet 
que es detectin estampats, aportant més informació sobre la peça que altres aplicacions.
Soroll aportat per les ombres
El fet de detectar ombres permet treure error de la peça de roba que altres aplicacions no 
detecten, o requereixen apuntar per a solucionar-ho fa que l’aplicació sigui especialment útils 
per a mòbils sense flaix.
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Disseny
La fase de disseny en aquest projecte es més reduïda degut a que només hi ha un cas d’ús 
possible degut a que la complexitat del projecte radica en la complexitat de l’algorisme i no tant 
en la part  d’interacció amb l’usuari.  Al  tractar-se d’un sol algorisme també no disposem de 
bases de dades o de classes que emmagatzemin informació persistent i per tant no tenim un 
diagrama de classes.
Analisi de requisits:
Els  requisits  han  quedat  definits  bàsicament  dins  dels  objectius.  Concretament  volem una 
aplicació per a persones amb discapacitats visuals que aporti informació auditiva d’una peça 
determinada a la que se li fa una foto. Les dades que l’usuari ha de poder rebre de l’aplicació  
són per una banda el color de la peça i d’altra informació sobre possibles estampats.
Casos d’ús:
L’únic cas d’ús de la aplicació consistirà en la petició de l’usuari per a conèixer el color d’una 
peça,  per  tant  l’únic  que  farà  l’usuari  és  demanar  al  programa que  executi  l’algorisme.  El 
programa el que farà es esperar la petició de l’usuari, i un cop rebuda farà una fotografia, hi 
aplicarà totes les parts de l’algorisme una rere l’altre i finalment li donarà a l’usuari una resposta 
auditiva.
Il·lustració 3: Cas d'ús "Obtindre el color de la peça de roba"
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Diagrames de sequencia:
A continuació es mostra el diagrama de seqüència del cas d’ús obté colors: 
Il·lustració 4: Diagrama de seqüència de la funció Demanar anàlisi del color
Inicialment l’usuari crida la funció Demanar analisis del color pressionant la pantalla. Aquesta 
funció és realitzada pel Sistema que fa crides successives per a donar la resposta adequada. 
Les crides son les següents:
Fer fotografies amb flaix i sense flaix: aquesta funció executa dues fotografies per a l’anàlisi 
de la peça, una amb flaix i una sense flaix. En cas de que el dispositiu no tingui flaix simplement 
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es farà una única fotografia sense flaix. Un cop realitzades les fotografies retorna una matriu 
d’enters on cada posició representa un color per a cada fotografia.
Seleccionar la fotografia mes saturada: un cop tenim les fotografies aquesta funció les rep 
com a entrada i analitza la saturació mitja de cada una. Finalment selecciona la fotografia amb 
una saturació superior  i  la retorna.  En cas de que la funció anterior només hagi  rebut  una 
imatge degut a que el dispositiu no te flaix es donara com a retorn la única matriu rebuda.
Discretitzar colors: quan es crida aquesta funció ja sabem quina fotografia analitzarem i és el 
que rebem com a entrada. El primer que farem és reduir l’espai de colors a 160 per a fer més 
facil el proces de la imatge. Un cop fet això retornem la matriu modificada.
Eliminar ombres fosques: quan ja hem discretitzat l’espai de colors començarem a eliminar 
tots aquells pixels que no siguin representatius al formar part de les ombres. Aquesta funció 
rebrà com a entrada la matriu amb els colors discretitzats i com a sortida retornarà aquesta 
mateixa matriu amb els pixels identificats com a ombres marcats per a les properes fases de 
l’algorisme.
Identificar ombres i estampats: ara aplicarem la següent funció a l’àrea de la imatge que no 
es considera ombra. L’objectiu d’aquesta funció és separar els colors trobats a la imatge en tres 
conjunts: colors, ombres i estampats. Els colors s’emmagatzemaran en una llista, els estampats 
a una altre i les ombres es corregiran i s’assignaran als colors pertanyents. La funció rebrà com 
a entrada la matriu de colors i retornara un parell de llistes, una que contindrà els colors i una 
que contindrà els estampats.
Processar resposta: Un cop tenim les llistes de colors i estampats utilitzem aquesta funció per 
a traduïr aquesta informació a llenguatge humà i eliminem dades innecessaries o repetides. 
Rebrem com a entrada les llistes de colors i estampats i retornarem un string amb la frase que 
rebrà l’usuari.




Actualment hi ha una gran varietat de dispositius mòbils i porten incorporats diferents sistemes 
operatius. Per a fer el projecte s’ha escollit Android ja que és el sistema operatiu més utilitzat 
avui en dia i és accessible al estar incorporat en mòbils de diferents gammes.
Versions compatibles
El sistema operatiu Android té un nombre elevat de versions, per tal de millorar la compatibilitat 
del projecte i fer que sigui accessible a més gent hem intentat abarcar un nombre de versions 
ampli. La versió minima d’android compatible amb el projecte és la versió 2.2 Froyo i funciona 
com a mínim fins a la versió 4.4 kitkat. Hem 
agafat la versió 2.2 com a mínima ja que el 
nombre  de  dispositius  que  actualment 
funcionen  amb  una  versió  anterior  es  molt 
reduit (menys d’un 0.1%).
Elements d’android utilitzats
Per una banda hem utilitzat  elements bàsics 
d’android SDK, concretament hem utilitzat les 
llibreries  necessàries  per  a  fer  servir  la 
càmera  i  caputrar  la  imatge  resultant  i 
elements  per  a  debugar  com  el  logcat  que 
permet  imprimir  informació  per  la  consola 
d’android.
D’altra banda hem utilitzat també les llibreries 
d’android NDK per poder desenvolupar l’aplicació en C ja que després de fer proves vam veure 
que l’algorisme s’executava bastant més ràpid utilitzant C que Java. A part el codi en C també 
pot ser més útil per portar l’aplicació a altres plataformes mòbils en un futur.
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Il·lustració 5: Logotip d'el SO Android
Java
L’Android  SDK  s’utilitza  sobre  Java,  per  tant  s’ha  necessitat 
instalar un IDE de Java, en aquest projecte s’ha utilitzat la versió 
1.6 de Java.
Java és un des llenguatges de programació més utilitzats, està 
orientat a objectes i és un llenguatge interpretat, cosa que fa que 
sigui més lent i que haguem de buscar a alternatives a l’hora de 
processar l’algorisme.  De forma que utilitzem java per a tractar 
events  amb la  interficie  i  per  a  llençar  l’event  de  prendre  una 
fotografia i rebre’n la resposta.
C
Hem utilitzat C ja que l’android NDK s’utilitza sobre C i C++. L’objectiu d’utilitzar C en el nostre 
projecte és per a millorar el rendiment, ja que després de realitzar proves vàrem veure que les 
primeres parts de l’algorisme, concretament la discretització de colors i la detecció d’ombres, 
s’executaven més del doble de ràpid.
C s’ha utilitzat mitjançant JNI, JNI és una interficie que permet fer crides a C des de la consola 
virtual de Java. El fet d’utilitzar JNI es útil ja que si s’han de fer calculs que requereixen un ús 
intensiu del processador ja que utilitza C i al ser un llenguatge compilat és mes ràpid. Tot i això 
no sempre suposa un aventatge ja que el fet de cridar a C desde Java consumeix cert temps, i  
si s’utilitza per a fer calculs simples l’algorisme pot acabar sent mes lent utilitzant Java i JNI que 
no pas utilitzant nomes Java.
Un inconvenient que te l’ús de JNI és que al ser compilat depen de l’arquitectura. I per tant no 
és compatible amb totes les plataformes. Per sort la gran majoria de dispositius mòbils utilitzen 
la arquitectura ARM que funciona sobre un disseny RISC. Per assegurar-nos de que funcioni 
s’ha provat el codi sobre diferents plataformes, tant utilitzant ARMv6 com ARMv7 que és la més 
usada actualment  i  no  ha donat  problemes.  També s’ha utilitzat  sobre  móbils  de diferents 
companyies com Sony, Samsung i Nexus i no ha tingut problemes de compatibilitat.
Eclipse
S’ha  utilitzat  eclipse  IDE,  ja  que  permet  desenvolupar  aplicacions  d’Android  de  manera 
ordenada i té suport per a totes les eines necessàries d’Android.
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Il·lustració 6: Logotip del 
llenguatge de programació Java
S’ha utilitzat la versió Indigo per a Java developers a la 
que s’han inclòs els plugins necessaris per a fer servir 
Android i C.
Actualment  també  hi  ha  com  a  alternativa  l'IDE 
d’Android studio, que segons google serà l’eina oficial 
per a fer aplicacions d’android en un futur. Tot i això 
s’ha triat eclipse ja que ara per ara la versió d’Android 
studio es troba en estat beta i també degut a que quan 
es  va  iniciar  el  projecte  encara  no  existia  Android 
studio.
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L’algorisme  utilitzat  per  a  l’aplicació  utilitzarà  diverses  tècniques  de  tractament  i  de 
reconeixement d’imatge. L’input de l’algorisme serà una imatge captada mitjançant la càmera 
del dispositiu mòbil i aplicarà una sèrie de transformacions que generarà un output auditiu.
La captura de la imatge es realitzara mitjançant dos fotografies, la primera sera sense flash i la 
segona amb flaix. En cas que el dispositiu no tingui flaix només és farà servir una imatge. En 
cas de que sí que es disposi de flaix es compararan les dues fotografies i s’agafara la que tingui 
una saturació superior. Això ens permetrà solucionar dos problemes: per una banda, en molts 
dispositius és útil fer servir flaix ja que millora bastant la qualitat de la resposta al interpreta 
millor la tonalitat dels colors. Al tindre més color també garanteix que la saturació serà superior i 
per tant en aquest cas s’agafaria la imatge amb flaix com a bona.
D’altra  banda  també  soluciona  un  problema  generat  a  l’usar  el  flaix  produit  per  alguns 
dispositius amb un flaix massa intens que fa que la imatge es vegi blanquinosa, i per tant retorni 
valors  incorrectes.  En  aquest  cas  com tindriem una  imatge  blanquinosa  la  saturació  seria 
inferior i per tant s’agafara com a bona la imatge sense flaix.
Ja que el procés de l’algorisme ha de passar per diferents etapes per a classificar correctament 
l’espai de colors i per a eliminar distorsions com poden ser les ombres, aquesta secció està 
separada en diferents apartats, un per cada etapa de l’algorisme. 
Cada secció estarà dividida en tres parts:
● Motivació
● Introducció al marc teòric
● Explicació de l’algorisme
● Tests realitzats i resultats obtinguts
Discretització de l’espai de colors
Motivació:
Ja que es parteix d’una imatge d’entrada, aquesta pot contenir píxels de molts colors diferents. 
Tot i ser un espai discret, ja que utilitzant una codificació RGB amb 256 valors possibles per a 
cada color s’obtenen un 16 milions de colors, és un nombre massa gran com per a poder-hi 
treballar de forma eficient i entenedora per a l’usuari, de forma que s’ha de limitar la quantiat de 
colors per a fer els colors més facils d’identificar.
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Per tant s’ha reduit la quantitat de colors possibles a 160, un nombre més facil de manejar, i tot 
i que semblar un nombre molt gran de colors, s’ha de tenir en compte que dins d’una mateixa 
tonalitat existeixen diferents colors més foscos o més clars.
S’ha utilitzat la codificació HSV perquè permet treballar amb els colors de forma més senzilla ja 
que tracta per separat la tonalitat del color, la lluminositat i la quantitat de color.
Introducció al marc teóric:
Com s’ha comentat prèviament utilitzarem el models de color HSV. El significat de les sigles és:
● Hue(Tonaitat): Indica el tipus de color 
i  té  un  valor  entre  0  i  360,  es  pot 
representar  visualment  com  una 
circumferencia on a mida que canvia 
l’angle  va  canviant  el  color 
progressivament. És ciclic i comença i 
acaba en vermell. A la figura 1 es pot 
veure la gradació de colors.
● Saturation(Saturació):  Indica  la 
quantitat de color i té un valor entre 0 
i  1,  quan  més  gran  es  la  saturació 
més  intens  es  el  color,  pel  contrari 
quan  més  petita  és  més  apagat  es 
torna el color i es torna més proper a 
blanc. 
● Value(Valor):  Indica  la  brillantor  del 
color, també té un valor entre 0 i 1, a 
mida que creix la brillantor  més clar 
es  el  color,  en  canvi,  a  mida  que 
disminueix el color s’enfosqueix.
Explicació de l’algorisme:
El primer pas que es fa és triar els valors possibles que pot tenir cada component del color per 
tal de poder reduir el  nombre de colors identificables, concretament s’han utilitzat els seguents 
valors:
● H: {0, 30, 60, 90, 120, 150, 180, 210, 240, 270, 300, 330}
● S: {0.0, 0.25, 0.5, 0.75, 1.0}
● V: {0.0, 0.33, 0.66, 1.0}
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Il·lustració 8: Esquema del model de color HSV
A continuació es mostra el pseudocodi de la funció utilitzada, DiscretitzarImatge. L’entrada és 
una matriu M d’enters que conté els valors RGB i el que fa es iterar sobre tots els elements, 
cridar la funció DiscretitzarPixel i emmagatzemar el color en la matriu d’entrada.
Acció DiscretitzarImatge(M: matriu d'enters) 
{Pre: -}
Per cada píxel p d'I
M[p.x][p.y] := DiscretitzarPixel(ObteColorPixel(p))
{Post M:= matriu d'enters de proporcions [I.w][I.h] on cada camp equival al valor del color discretitzat 
del pixel en la posició corresponent.}
La funció DiscretitzarPixel llegeix un enter d’entrada en format RGB, transforma aquest enter a 
format HSV amb la funció ObteHSV en un vector de tres reals, un per a cada component. Un 
cop transformat busca per cada component quin es el valor mes aproximat dins de les llistes 
anteriors mitjançant  les funcions ObteSemblantX i  l’assigna a la  variable.  Finament torna a 
transformar el color obtingut a RGB amb la funció ObteRGB i el retorna.
Funció DiscretitzarPixel(C: enter) retorna c: enter
{Pre: -}






{Post c := color C discretitzat dins del rang explicat anteriorment.}
El cost de l'algorisme és lineal O(n) en funció dels pixels d'entrada ja que recorrem tots els 
píxels de la fotografia i per cada un s'apliquen instruccions de cost constant.
Tests realitzats i resultats obtinguts.
Per a fer els tests d’aquesta part s’han agafat imatges de peçes de roba de diferents colors i  
se’ls hi ha aplicat l’algorisme. Posteriorment s’ha guardat el resultat en un bitmap per a poder 









A l’hora de captar la imatge les ombres aporten cert error, fent que un mateix color aparegui de 
diferents tonalitats o fins i  tot  interpretant que la peça conté color negre. En aquesta etapa 
nomes tractarem les ombres més fosques, que fan que apareixii color negre a la imatge.
Aquest tipus d’ombres són formats per la propia peça de roba, que al tenir arrugues bloqueja la 
llum en alguns punts.
Introducció al marc teóric:
En aquest aprofitem que la naturalesa del problema fa que sigui fàcil de distingir. Si observem 
les imatges podem veure que les ombres que formen les arruges de la roba tendeixen a ser 
allargades i d’un color negre intens. Per tant si trobem píxels de color negre, i observem que el 
seu entorn forma una linia detectem que és una ombra. 
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L’únic inconvenient d’aquest algorisme és que si tinguéssim 
una peça de roba amb estampats  de línies  negres  no els 
detectaria ja que els hauria detectat com a ombres. Però ja 
que és habitual trobar ombres d’aquest tipus sobre la roba és 
necessari tractar-les.
Explicació de l’algorisme:
En aquest cas l’algorisme consistirà en deixar marcats com a 
ombres els pixels que ho siguin dins de la matriu M
Això es farà amb la funció EliminarOmbres, que accepta una 
matriu d’entrada i marca (utilitzant alguna estructura de dades 
auxiliar) les posicions on el píxel es considera com a  ombra.
La funció simplement itera sobre totes les posicions de la matriu i per cada pixel realitza les 
funcions TestOmbraHoritzontal i TestOmbraVertical i en el cas de que un dels dos tests retorni 
positiu la posició es considera ombra.
Acció EliminarOmbres(M: matriu d'enters) 
{Pre: -}
Per cada fila x de M:
Per cada columna y de M:
si M[x][y] es negre:
si TestOmbraHoritzontal(M,x,y) o TestOmbraVertical(M,x,y):
MarcaComOmbra(x,y) 
{Post: S’ha marcat en M els pixels considerats ombres}
Les funcions TestOmbraHoritzontal i TestOmbraVertical simplement verifiquen que hi hagi una 
seqüència de pixels  de forma vertical  o horitzontal  de color  negre més petites d’un maxim 
determinat, ja que segons el comportament del problema observat al marc teóric les ombres 
són de forma allargada. Normalment no tenim una ombra purament vertical o horitzontal, tot i 
això en aquest cas també es detectaria ja que, en el pitjor dels casos, tindríem l’ombra formant 
un angle de 45º, però com la forma es allargada, al no tenir cap test paralel, tots dos tests 
tindrien una seqüència de pixels prou curta com per donar positiu.
A  continuació  veiem la  funció  TestOmbraHoritzontal,  la  funció  itera  sobre  els  10  elements 
superiors i els 10 elements inferiors del pixel. A cada iteració primer mira si la posició es troba 
dins del rang de valors de la matriu, i en cas de ser vàlid, en mira el color. Si el color no és 
negre deixa de buscar i si no passa a la seguent iteració.
24
Il·lustració 9: Les ombres totalment  
fosques tenen formes allargades, 
mentre que les ombres gradients 
ocupen una àrea més extensa
S’ha agafat 10 com a nombre d’elements a iterar ja que considerem ombra a una taca negra de 
forma allargada amb un gruix d’entre 2 i 9 píxels. Per tant si comprovem fins a 10, només que 
el primer costat que comprovem sigui 10 ja es surt del rang i per tant ja podem afirmar que no 
es tracta d’una ombra.
Sí despres de mirar els valors superiors ja tenim una longitud massa gran retornem fals, si no 
mirem els inferiors. Si veiem que tots dos tests donen més d’un píxel i entre tots dos sumen 
menys de 10 ho donem com a valid. En cas contrari retornem fals.
Es dona vàlid a partir de dos ja que ja estem evitant agafar píxels aïllats. Evitarem agafar píxels 
aïllats ja que podríem eliminar píxels d’ombres graduals, i això afectaria a l’eliminació d’altres 
tipus d’ombra.
Funció TestOmbraHoritzontal(M: matriu d'enters, x: enter, y: enter): boolean 
{Pre: -}
var: i: enter, old_i: enter
i = 0
mentre M[x][y + i] és valid I M[x][y + i] és negre I i < 10
i = i + 1
si i == 10 retorna fals
old_i = i
i = 0
mentre M[x][y - i] és valid I M[x][y - i] és negre I i < 10
i = i + 1
i = i + old_i
si old_i + i > 1 I old_i + i > 1 < 9 retorna cert
retorna fals
{Post: S’ha marcat en M els pixels considerats ombres}
TestOmbraVertical seria un cas analeg, on l’unic que canvia es la orientació del test.
En aquest també seria lineal O(n) en funció dels píxels d'entrada ja que tot i haver d'iterar a 
vegades sobre elements propers per cada píxel no sempre s'ha de fer i tampoc és gaire costós. 
En el pitjor dels casos l'algorisme seria quasi quadratic, valent O(40·n), allunyant-se de O(n^2), 
que seria O(16384*n) al tindre 128*128 píxels mentre que en el millor dels casos seria O(n).
Tests realitzats i resultats obtinguts
Per a fer els tests s’ha aplicat l’algorisme sobre diferents fotografies amb els colors discretitzats 
de peces de roba de diferents colors amb arrugues de forma que formessin ombres, per a 
veure que el resultat es correcte s’han pintat de color vermell els punts que s’han marcat com a 
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ombres.  També  en  alguns  casos  es  veuen  alguns  rectangles  o  quadrats  extra,  no  son 
representatius ja que formen part d'altres tests, l'únic que s'ha de tindre en cmpte son les parts 




Taula 2: Imatges despres de discretitzar(esquerra). Resultat d'aplicar l'algorisme de detecció d'ombres 
fosques(dreta).
Detecció de colors, d’ombres gradients i estampats
Motivació:
En aquest apartat detectarem i tractarem ombres i estampats. En el cas dels estampats, només 
els volem distingir per a poder afegir una funcionalitat nova a la app, en aquest cas simplement 
informem a l’usuari si s’han trobat estampats.
El tractament d’ombres en canvi, és necessari ja que aporta error al resultat ja que una peça 
d’un color uniforme tapada parcialment amb una ombra seria detectada com una peça de dos 
colors de la mateixa tonalitat però un de més clar i un de més fosc. Per evitar això hem de 
detectar les ombres i canviar la peça amb una tonalitat menys saturada o amb menys valor i 
deixar-la igual que l’altre.
Informació del marc teóric:
En aquest apartat utilitzarem conceptes estadÍstics. Concretament farem servir els conceptes 
de mitjana aritmètica, desviació mitjana i moda.
Mitjana aritmètica: La mitjana aritmètica és el resultat de repartir equitativament els valors de 
tots els elements d’una llista. Es calcula sumant tots valors de cada element i dividint el resultat 
pel nombre d’elements.
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Desviació mitjana: És un parametre que serveix per determinar la distribució de valors en una 
llista.  Una  desviació  mitjana  alta  indicarà  que  els  valors  estan  repartits  de  manera  poc 
equitativa mentre que una desviació mitjana alta significarà que es valors estan ben repartits 
entre totes les posicions de la llista. Per a calcular el seu valor es calcula la mitjana i es retorna 
la suma de diferències entre la mitjana i cada valor al quadrat
Moda: És el valor que apareix més cops en una llista de valors. Hi ha diferents formes per a 
calcular el seu valor. una forma consisteix en contar el nombre d’ocurrències de cada valor 
possible dins de la llista i seleccionar el més gran.
Explicació de l’algorisme:
Aquest algorisme és el més complex ja que haurem d’efectuar diferents càlculs abans de poder 
començar a prendre decisions.
La funció principal és buscaInformacioRoba, com a entrada una matriu d’enters que conté els 
colors de la imatge d’entrada amb els passos anteriors aplicats i retorna un conjunt de colors 
trobats i un conjunt de candidats a estampat.
El primer que fem és crear un conjunt d’elements que ens permetrà emmagatzemar les dades 
necessàries per anar aplicant l’algorisme. El primer que fem és declarar sectors, un array de 
píxels de mida indeterminada que servirà per emmagatzemar conjunts de colors de la imatge. 
Tot seguit declarem est_color i est_ombres, totes dues són estructures que contenen dades 
estadístiques  sobre  les  dades  d’un  conjunt  de  píxels.  També  definim  una  estructura 
anomenada  tonalitats  que  serà  un  vector  de  parelles  d’enter.  S’utilitzarà  per  passar-li  en 
codificació HSV un valor de H com a índex per a que retorni els valors S i V corresponents.  
Finalment definim colors i candidats_est que seran les estructures que contindran la sortida de 
l’algorisme.
Un cop definides les estructures comencem amb l’algorisme. El primer que farem serà dividir la 
imatge  total  en  sectors  per  analitzar-los  per  separat.  Per  fer  això  cridem  la  funció 
separarMatriuEnSectors  que agafa  com a paràmetres  una matriu  i  el  nombre de seccions 
horitzontals i verticals i retorna un conjunt de vectors on cada vector conté els valors de tots els 
píxels interiors a la secció.  Hem agafat 10 seccions x 10 seccions ja que aixi  obtenim 100 
sectors i és un nombre prou gran com per treure conclusions.
Ara que tenim la informació necessària de cada sector iterarem sobre el conjunt de sectors. El  
primer que farem a cada iteració es classificar els colors dels sectors com a color, ombra o 
estampat.  Per a fer això utilitzarem les desviacions mitjanes de H i S,V i compararem amb uns 
llindars establerts. Aquests nombres poden dependre de la resoució de la imatge, nosaltres 
hem agafat 200 per H i 100 per S,V per a una resolució de 128 x 128 ja que són nombres que 
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donaven bons resultats a l’hora de classificar, entenent com a bons resultats uns valors que 
solen donar amb un % bastant alt d’encert les respostes correctes. 
Per a classificar el sector utilitzarem la taula següent:
Hue < llindar Hue >= llindar
Sat/Val < llindar Color Candidat a 
estampat
Sat/Val > llindar Ombra Candidat a 
estampat 
Taula 3: Criteri de classificació d'una tonaitat en color, ombra o estampat
Si hue és més petit que el llindar vol dir que el color serà uniforme en tot el sector i que com a 
molt canviarà la lluminositat o la intensitat del color. Llavors mirem si varien els valors de la 
saturació i del color. En cas que canviin, vol dir que una part té un color més intens o mes 
lluminós i que una altre és més apagada o te menys color. En aquest cas deduirem que és una 
ombra. Finalment, si veiem que hi ha molta variació de colors direm que hi ha un estampat
En funció de la conclusió actuarem de diferents maneres: Si és un color simplement l’afegirem 
a la llista de colors. Si és una ombra el que farem es afegir a l’array de tonalitats els valors de S 
i V en la posició H. Finalment si tenim un estampat guardarem els resultats dels dos colors 
majoritaris en color i en candidat a estampat.
Un cop classificats els colors i els candidats a estampats eliminarem ombres que s’hagin pogut 
escapar al test anterior, ja que si tot un sector era d’ombra s’ha guardat com a color. Per a fer 
això cridarem a la funció rectificarOmbres a la que li passarem els dos vectors a modificar i 
‘array amb els valors de tonalitats que conté la informació sobre les ombres que s’utilitzara per 
a treure-les.
Finalment retornarem la llista de colors i la llista de candidats a estampats
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Funció buscaInformacioRoba(M: matriu d'enters): conjunt de colors + conjunt de candidats a estampat 
{Pre: -}
var: sectors: conjunt de array[0..x] de pixels
       est_color: estructura de dades que guarda informacio estadistica
       est_ombres: estructura de dades que guarda informacio estadistica
       tonalitats: array[0..15] de parelles d’enter
       colors: llista de colors que representen els colors de la peça
       candidats_est: llista de colors que representen els colors candidats a estampats de la peça
sectors = separarMatriuEnSectors(M,10,10)
per sector dins de sectors:
est_color = obteEstadistiquesHue(sector)
est_ombres = obteEstadistiquesSatVal(sector)
si est_color.desviacio < llindar_color
si est_ombres.desviacio > llindar_ombres
// es ombra










retorna colors + candidats_estampat
 
{Post: retorna la llista de colors trobats i la llista de candidats a estampat}
A continuació comentem les funcions de l’algorisme anterior: tant obteEstadistiquesHue com 
obteEstadistiquesSatVal  calculen la  mitjana,  la  moda i  la  desviació   mitjana tal  i  com hem 
explicat a l’apartat d’informació del marc teoric. Tant mitjana com desviació mitjana són dos 
únics nombres reals emmagatzemats dins de a classe. La moda en canvi es calcula creant un 
vector amb els colors trobats dins ordenats per importància. Dels quals utilitzem els dos valors 
més utilitzats.
També trobem la funció rectificarOmbres que rep els  colors,els  candidats  a estampat  i  les 
tonalitats que contenen ombres i retorna els colors i els candidats sense ombres.
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Funció rectificarOmbres(colors:  llista de colors,  candidats_est:  llista de colors,  tonalitats:  array de 
parelles d’enter): 
{Pre: -}
var: HSV vector[1..3] de reals 
per color dins de colors + candidats_est
HSV = ObteHSV(color)
si tonalitats[HSV[0]] .sat > 0 i tonalitats[HSV[0]].val > 0
HSV[1] = tonalitats[HSV[0]] .sat





{Post: S’han eliminat les ombres detectades a tots els pixels}
Aquesta és la part de l'algorisme més costosa ja que en la primera part hem de calcular la 
desviacio de color i de tonalitats per cada sector, fet que tindria un cost de O(100*2*(n/100)^2) 
en funció dels píxels  d'entrada ja que cada sector té una centéssima part  de n i aplicar la 
desviació de color que té un cost quadratic, aquest cos es multiplica per dos ja que s'ha de 
calcular una segona desviació per a tonalitats que té el mateix cost. Finalment ho multipliquem 
per als 100 sectors que formen tota la imatge i obtenim el cost, que simplificat és O(n^2/50) que 
és practicament quadràtic. Si a més, un cop calculat aquest cost, tenim en compte totes les 
instruccions de cost constant que s'executen a cada iteració, és fàcil assolir un cost O(n^2) o 
superior.
També disposem de la funció rectificarOmbres que te un cost O(n*m) en funció del nombre de 
sectors n i  el  nombre d'ombres detectades. Tot i  que teòricament aquesta funció es podria 
considerar quadratica, la podem negligir  ja que les altres funcions que hem vist fins ara es 
medeixen en funció del nombre de píxels.  Només que tinguessim un cost O(n) en funció dels 
píxels ja disposariem d'una n mes gran ja que tindriem O(128^2) mentre que tenim 100 sectors 
i rarament arribarem a 10 ombres, de fet normalment en trobarem 2 o 3, per tant si agafem 10 
com a nombre d'ombres per contemplar el cas pitjor tindriem un cost de O(1000). Que seria uns 
16 cops menys costos contemplant el cas pitjor i no tenint en compte el nombre d'instruccions 
dins de la funció lineal.
Tests realitzats i resultats obtinguts:
Per a  probar  l’algorisme s’ha probat  per  separat  la  detecció  de diferencies  de tonalitat,  la 
detecció de diferències de saturació i valor i la eliminació d’ombres.
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Per mirar si es detectaven els canvis de tonalitat primer s’han imprès els resultats dels valors 
resultants de diferents càlculs de desviacions mitjanes de la tonalitat d’imatges. Aquests càlculs 
donaven dos possibles resultats: per una banda donaven valors baixos en uns casos, i valors 
alts en altres, de forma que es va establir un valor intermig d’aquestes dues tendències com a 
llindar a l’hora del càlcul de l’algorisme. 
Per a verificar el funcionament també es va fer de forma visual mitjançant rectangles petits als 
centres de cada sector que es pintaven de color blanc si es detectava una variació gran de 
color o de color negre si no es trovaba. A continuació es poden veure uns quants resultats 
d’aquesta fase de test:
Taula 4: Detecció de canvis de colors, quan més blanc és un rectangle més variació de color es detecta 
en una àrea
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En aquests tests mostrats es pot veure com en els sectors on es trova una frontera de dos 
colors es detecta mostrant el rectange de color blanc, en canvi en els demés es mostra un 
rectange de color negre. En aquest cas l'algorisme és poc estricte i quan deixa de ser negre 
s'accepta com a diferencia. 
En general veiem que funciona bastant bé detectant candidats a estampats, que poden ser tant 
estampats de veritat com canvis de colors que es filtraran posteriorment. En la tercera imatge, 
però veiem que dins del verd hi ha alguns sectors on es detecta diferéncia de color. En aquest 
cas el que passa es que la peça de roba es troba entre color verd i color maragda. Això pot  
produir que l'algorisme dongui errors com detectar una peça de roba de colors maragda i verd 
en comptes de dir un sol color. Tot i això, considerem que el resultat segueix sent bastant bo. 
Ja que si li diem a l'usuari que la peça és d'un color verd maragda es dona a entendre que el  
color resultant es troba entre aquests dos.
Per als canvis de Saturacio i Valor la fase de test és similar, el valor llindar s’ha establer amb el 
mateix  procediment  i  també s’ha  creat  un  output  visual.  A  continuació  es  mostren  alguns 
exemples: 
35
Taula 5: Detecció d'ombres, quan més blanc és un rectangle mes possibilitats hi ha de que sigui ombra, 
quan més negre menys possibilitats. Si no apareix cap rectangle, aquella àrea no es considera ombra.
Aquí tenim quatre exemples de tests, en tots veiem uns rectangles que es mostren nomes en el 
cas de que no s'hagi detectat diferencia de hues. En cas que no hi hagi diferencia pero no 
passin cert llindar tampoc es mostraran. Finament de tots els que hagin passat els dos tests es 
mostren en una tonaitat de l'escala de grisos en funció del valor de a variació, assignant colors 
més blancs quan més forta es la diferéncia detectada.
En el primer cas podem veure els resultats amb una gradació molt estricte, de forma que tots 
els rectangles que passen el test es mostren de color negre excepte els que diferencien vermell 
clar amb negre que es veuen d'un color més grisós.
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A partir d'aquí es pot veure com a les demés s'ha corregit aquesta gradació i apareixen de 
forma molt clara els punts on hi ha una variació més gran i amb colors més foscos els punts on 
no es detecta una variació tan gran. També cal destacar que a part de corregir la gradació de 
colors també s'ha passat a detectar el negre com un color a part i que per tant allà on hi ha una 
frontera amb color negre no es detecta cap ombra. Tampoc es detecten les ombres fosques ja 
que no es tenen en compte al haver sigut eliminades en el pas anterior de l'algorisme.
Cal remarcar que no es detecta un 100% dels sectors on hi ha ombres degut a que en algun 
sector també hi pot haver un canvi de color que faci que no es comprovi. Tot i això no afectaria 
el resultat ja que nomes que es detecti en un sector ja s'identifica quina tonaitat correspon al 
color i a la ombra i per tant ja es corregiria. També és possible que la ombra sigui molt petita, 
llavors potser no es detectaria, pero l'algorisme no la acceptaria més tard al tractar-se d'una 
zona molt petita de la imatge, ja que tal i com s'explica al seguent apartat només agafem valors 
representatius que ocupin com a minim un percentatge determinat.
Expressió del color
Motivació:
Tot i que l’algorisme funcioni bé, no és l’únic objectiu de la aplicació, per a que la aplicació sigui 
útil  no només és necessari  un tractament correcte de la imatge si  no que a més,  aquesta 
informació s’ha d’expressar de forma senzilla i clara a l’usuari.
Per  tant  haurem de  fer  diferents  coses.  Per  una  banda  buscar  una  forma de  clarificar  la 
informació. És molt millor expressar una paraula a l’usuari que no pas un nombre que identifiqui 
el color. De la mateixa forma que és millor expressar un conjunt més limitat de colors que no 
pas colors molt concrets amb noms poc coneguts.
Una altre part important és el fet de filtrar informació. Hi ha informació que no acaba de ser  
rellevant.  Per  exemple,  el  programa  calcula  el  percentatge  ocupat  per  cada  color  i  no 
considerem que sigui informació útil de cara a l’usuari. Tot i aixó sí que podria ser important 
expressar en quines proporcions s’ha detectat color amb un lenguatge mes humà (molt, poc, 
igual que…) però en aquest projecte s’ha optat per a expressar el resultat de forma més simple 
i simplement els colors s’expressen per ordre en funció de la seva importancia. Entenent com a 
importancia el percentatge de la peça de roba ocupada.
Marc teòric:
En aquest apartat no s’ha utilitzat teoria adicional. Els elements utilitzats han estat bàsicament 
recorreguts, cerces, comparacions i calculs de percentatges.
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Explicació de l’algorisme:
Un cop processada la  imatge disposem d’una  llista  de colors i  d’una llista  de candidats  a 
estampats. El que farem ara es filtrar aquestes llistes de forma que només donin informació 
rellevant. Per a filtrar-les utilitzarem els passos següents:
● Eliminar Repeticions
● Eliminar colors poc representatius
● Triar quins candidats a estampats són estampats
Eliminar repeticions:
És possible que dins d’aquesta llista hi hagi colors repetits, ja que dels colors que identifiquem 
molts són tan semblants que no es necessari donar-los noms diferents.
Per a fer això utilitzarem la funció eliminarRepeticions que l’únic que fa es iterar sobre una llista 
de colors i buscar per cada element si algun element és igual a algun altre dins la llista, en 
aquest cas s’eliminarà l’element i es continuarà la cerca.
Acció EliminarRepeticions(L: llista de colors) 
{Pre: -}
Per cada element i de L:
existeix := fals
Per cada element j de L mentre no existeix:




{Post: Nomes s'ha deixat una instancia de cada element trobat dins de a llista L}
Aquesta funció s’aplicarà a les dues llistes.
Eliminar colors poc representatius
Ja sigui per errors de precisió o per a que a la fotografia aparegui part del fons de la peça de  
roba, a vegades apareixen altres colors a la llista de colors. Per a solucionar aixó hem establert 
un mínim de color necessari per a que es dongui com a output a l’usuari. Primer utilitzarem la 
funció calculaPercentatges per a que a cada color d’una llista de colors se li afegeixi un camp 
anomenat  percentatge  que  indica  el  percentatge  de  la  imatge  que  ocupa  aquell  color. 
Bàsicament la funció itera sobre tots els colors i calcula aquest camp.
Aplicarem aquesta funció a les dos llistes.
Un cop fet això utilitzarem la funció filtraColors. Aquesta funció rep com a parametres d’entrada 
una llista i un llindar. La funció itera sobre tots els colors de la llista i si el percentatge ocupat  
d’un color és inferior al llindar establert s’elimina el color.
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Acció EliminarRepeticions(L: llista de colors, llindar: real) 
{Pre: -}
Per cada element i de L:
si percentatge i < llindar:
eliminar i
{Post:  Nomes  s'han  mantingut  els  elements  de  la  llista  L  amb un  percentatge  superior  al  llindar 
establert}
Aplicarem aquesta funció a la llista de colors amb un llindar del 15% i als candidats d’estampat 
amb un llindar del 10%.
Triar quins candidats a estampats son estampats
Tenint en compte l’algorisme utilitzat, quan es detecta un estampat s’introdueixen dins de la 
llista de candidats a estampats els colors trobats als dos costats de la frontera. Per tant dins de 
la  llista  hi  haura  colors  que  no  són  estampats.  D’altra  banda,  si  l’estampat  és  molt  gran 
contindrà zones llises que es detectaran com a colors. Per tant realment dins de colors també 
haurem d’eliminar algun color que provindrà dels estampats.
Acció EliminarRepeticions(Lcolor: llista de colors, Lest: llista de colors) 
{Pre: -}
Per cada element i de Lcolor:
Per cada element j de Lest mentre no existeix:
i es igual que j




{Post: Nomes s'ha deixat una instancia de cada element trobat dins de a llista L}
Per a fer això utilitzarem la funció eliminarRepeticions a la que passarem les dues llistes i 
n’eliminarà els falsos positius. Per a fer aixo la funció recorre la llista de candidats a estampats i  
busca similituds dins de la llista de colors. Per a cada similitud es mira el percentatge de cada 
un i es guarda el que té un percentatge més gran mentre que l’altre s’elimina.
En aquest cas a l'analitzar el cost ens trobariem en el mateix cas que en el cas anterior a l'hora  
d'eliminar ombres, ja que tot i haver de fer funcions de cost O(n^2) en funció del nombre de 
colors. Però tant la llista d'estampats com la llista de colors tindran uns 10 elements en el cas 
pitjor. Per tant aplicar les tres funcions tindria un cost en el cas pitjor de O(300), i podríem 
passar a considerar-la constant.
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Tests realitzats
A continuació es mostra una taula on primer hi ha les dades d'entrada on es mostren les llistes  
que entren a l'algorisme i després es mostra la frase que es crea i es comunica a l'usuari de 
forma auditiva.
Dades inicials Frase produida
Colors: vermell, blau, banc, blau, gris, granate 
Estampats: vermell, blau, blanc
La  peça  és  de  color  vermell,  blau  i  te 
estampats de color blanc
Colors: verd, maragda La peça és de color verd
Colors: blau cel, turquesa, blanc La peça és de color blau
Colors: groc fosc
Estampats: groc fosc, marro, marro fosc, negre
La peça és de color groc fosc I te estampats 
de color marro I marro fosc
Colors: taronja, marró
Estampats: taronja, marró
La peça és de color taronja - marró
Taula 6: Exemples de traducció de dades a llenguatge humà
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Exemples de resultats
A continuació  es  mostren tests  realitzats  amb diferents  peces  de  roba.  primer  és  mostren 
fotografies d'imatges, en el cas de sony xperia i  samsung galaxy mini estan fetes amb una 
càmera fotogràfica, mentre que en el cas del nexus 5 estan fetes per la propia càmera del  
mòbil. A sota de cada fotografia es mostren les respostes donades per l'aplicació.
Sony Xperia J
Verd Blau cel – turquesa Lila  amb  estampats  de 
color rosa fosc
Groc  fosc  amb  estampats 
marró i marró clar
Vermell  i  blau  amb 
estampats blancs
Taronja-Marró
Taula 7: Respostes de l'aplicació de l'algorisme sobre diferents peces de roba utilitzant un Sony Xperia J
En el cas del sony xperia els resultats son bastant bons. En tots detecta els colors bons. Només 
presenta algun error a l'hora de determinar estampats. Com és el cas de la tercera fotografia,  
tot i que no es vegi gaire bé ja que la peça te un color força apagat és de color lila, en aquest 
cas detecta falsament que te estampats de color rosa fosc. Això és degut a que les tonaitats lila 
i rosa fosc són molt properes i s'han detectat algnes zones on predomina el color rosa fosc que 
han sigut interpretades com a estampats.
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D'altra banda ens podem fixar en la cinquena i quarta fotografia. En la cinquena per exemple no 
detecta el blau com a estampat ja que ocupa una area molt gran de la samarreta. També ens 
trobem amb aquest problema a la sisena fotografia on detecta el marro com a color i no com a 
estampat. Això és degut a que tant taronja com aquest marro tenen la mateixa tonalitat (hue = 
30) i per tant no varia suficient com per a ser detectat.
Samsung galaxy mini
Verd apagat – maragda Blanc – gris clar Gris fosc
Groc  fosc  –  blanc  amb 
estampats negres
Blanc, vermell i blau Granate amb estampats de 
color marró
Taula 8: Respostes de l'aplicació de l'algorisme sobre diferents peces de roba utilitzant un Samsung 
Galaxy Mini
Com podem veure, en un mòbil amb una càmera de qualitat  baixa els resultats no son tan 
bons. En general es pot veure com l'apicació capta les imatges de forma mes fosca. Com és el 
cas de la primera i la quarta fotografia, on en la primera el color verd es detecta com a verd  
apagat o en la quarta les taques marrons es detecten de color negre.
Un altre problema es presenta  amb les peces amb un color  molt  apagat.  On la peces es 
detecten de color gris, com és el cas de la segona i la tercera fotografia.
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Per últim veiem la cinquena i la sisena fotografia. En la cinquena s'han detectat be tots  els 
colors ja que son colors vius, però no s'ha detectat cap color com a estampat. En la sisena en 
canvi, ha detectat bé l'estampat, pero la tonalitat de la samarreta es taronja i s'ha detectat com 
a granate.
Nexus 5
Vermell Blau cel – turquesa Salmó
Taula 9: Respostes de l'aplicació de l'algorisme sobre diferents peces de roba utilitzant un Nexus 5
Finalment  mostrem resultats  realitzats  amb un  nexus  5.  En  aquest  cas  s'han  detectat  les 
tonalitats de forma correcta excepte en la tercera. Tot i que en la fotografia veiem que la peça 
és de color  salmó la  fotografia  és en realitat  de color  rosa.  Això  és degut  a l'efecte de la 
iluminació en a peça, que fa que en agunes ocasions canvii  el  color de a fotografia.  Per a 
solucionar aquest problema s'haurien d'aplicar algorismes de white balancing abans de passar 
la imatge a l'aplicació.
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Estimació econòmica del projecte
A continuació es presenta una estimació econòmica del projecte. S'han assignat tres perfils 
diferents:  un gestor  de projecte que es dedica a  controlar  la  qualitat  del  producte,  establir 
objectius,  analitzar  problemes  i  fer  recerca  sobre  técniques  per  a  sol·lucionar  aquests 
problemes. Un analista/arquitecte que es dedica al disseny de la aplicació i un programador.
A continuació  es mostra una taula amb els  sous aproximats  per cada perfil,  una taula per 
costos extres que pot suposar la aplicació i finalment una taula on es mostra el cost total:
Perfil Preu en €/hora Hores treballades Cost total
Gestor de projecte 25€/h 300 7.500€
Analista-arquitecte 15€/h 350 5.250€
Programador 10€/h 320 3.200€
Total 15950€
Taula 10: Costos deguts a salaris
Com a costos extra hem considerat el cost de registrar-nos com a desenvolupador d'Android 
per  tal  de  poder  posar  la  aplicació  a  la  botiga  virtual  de  google  play.  A  part  també hem 
considerat el cost de comprar dos telefons mòbils, un de gamma baixa i un de gamma mitja, 
per a poder observar el comportament en cada un i així poder establir uns requisits minims per 
a poder utilitzar la aplicació.
Extres Cost en €
Llicencia google play (25$) ≈ 18€
Samsung galaxy mini 2 89€
Sony xperia J 169€
Total 276€
Taula 11: Costos deguts a extres









El projecte ha tingut diverses etapes, primer hi va haver una primera part on es va iniciar per 
l’estudiant  de  manera  pròpia  on  es  va  crear  l’entorn  d’android,  l’ús  de  la  càmera  i  la 
discretització.
Després hi ha un termini d’inactivitat i finalment hi ha la part on el projecte es va presenar com 
a pfc i es va desenvolupar la resta de l’algorisme.
A continuació es mostra un Gantt amb les etapes i les dates del projecte:
Il·lustració 10: Gant de la gestió del projecte
En el  diagrama es  pot  veure  com el  projecte  es  va  iniciar  a  l’estiu  del  2012  per  part  de 
l’estudiant.  En  aquesta  etapa  es  va  realitzar  la  implementació  de  la  captura  d’imatges 
mitjançant la camera i la previsualització. També es va implementar el procés de discretitzar 
imatges.  A continuació  hi  va haver  una etapa d’inactivitat  fins al  gener  del  2013 on es va 
aprofitar la idea per a realitzar un PFC i es va assignar. 
A continuació es va començar a treballar amb algorismes de detecció de fronteres per a poder 
distingir el contorn de les peces de roba fins a principis de febrer. Aquesta part es va acabar 
eliminant ja que era dificil definir que era peça i que era contorn i no anava del tot rapid.
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Entre finals de febrer i abril es va probar de detectar el color mitjançant K-means. Tot i això es 
va desestimar ja que les ombres aportaven error o a vegades es barrejaven colors.
Durant  el  mes d’abril  es  va  traduir  el  codi  inicialment  fet  en  java a  c  mitjançant  jni  per  a 
comparar el rendiment ja que en java l’algorisme era lent(uns 10 segons en un samsung galaxy 
mini). Finalment es va optar per c ja que es va reduir aquest temps a 4 segons.
Un cop traduit tot el codi a c, durant el mes de maig es va implementar l’eliminació d’ombres 
fosques.
A continuació es va dedicar l’estiu a l’apartat de detecció d’ombres i estampats. Aquest apartat 
està dividit en dos processos. Per una banda es van destinar juny i juliol a construir estructures 
de dades per a l’algorisme, l’algorisme en si i es van començar a classificar elements. D’altra  
banda es van destinar agost i setembre a debugar i a fer proves per a establir els llindars per 
separar ombres i estampats.
Un cop fet això entre octubre i novembre es van assignar noms als colors, es va crear una 
matriu que els contenia i es van traduir els colors a noms de la matriu.
Quan  els  colors  ja  tenien  noms  es  van  processar  per  tal  d’eliminar  repeticions  i  dades 
innecessaries. Aquest procés es va realitzar entre novembre i desembre.




Després d’haver fet aquest projecte he pogut obtenir bastants coneixements sobre Android i 
detecció  d’imatges,  perè  tambe  he  obtingut  molts  coneixements  sobre  com  organitzar  un 
projecte i estimar el temps aproximat que necessitaré per a una tasca concreta.
També he après a separar un projecte en etapes i aplicar una metodologia, com en aquest cas, 
desenvolupar un subproblema com per exemple detectar ombres mitjançant diferents passos 
com: analitzar el problema, pensar un algorisme, aplicar-lo, fase de test.
Una aportació personal important que m’ha aportat el projecte ha sigut permetre’m entrar en el 
mon de  la  detecció  d’imatges,  Tot  i  que  el  conjut  de  totes  les  aplicacions  possibles  dels 
algorismes de reconeixement  d’imatges és molt  més gran que el  que he vist  jo  en aquest 
projecte, ara tinc una visió general de com funcionen aquest tipus d’aplicacions, algorismes útils 
i diferents problematiques que aporta l’entorn a les que m'he hagut d'enfrontar a l'hora de fer el  
projecte com poden ser els efectes de llum o ombres. 
Finalment, un alicient que ha tingut aquest projecte es pensar que tot i que aquesta aplicació és 
nomes una utilitat i que no soluciona grans problemes, al menys és una utilitat que pot servir  
per a solucionar petits problemes que poden millorar algunes situacions.
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Annexes
Taula de colors usats per l’aplicació
Sat/Val 0,25 0,5 0,75 1
0,33
Gris fosc Granate fosc Granate fosc Marró vermellós
0,66
Gris marronos Granate Granate Vermell
1
Rosa blanquinós Salmó Vermelló Vermell
0,33
Gris fosc Marró apagat Bronze Marró fosc
0,66
Gris marronós Marró grisós Marró clar Marró
1
Salmo blanquinós Salmó clar Taronja clar Taronja
0,33
Gris verdós Gris verdós Groc fosc Groc fosc
0,66
Groc grisós Groc grisós Groc fosc Groc fosc
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1Beix Clar Beix Groc clar Groc
0,33
Gris verdós Lima grisós Lima fosc Lima fosc
0,66
Gris verdós Lima apagat Lima fosc Lima fosc
1
Lima blanquinós Lima clar Lima Lima
0,33
Verd fosc Verd fosc Verd fosc Verd fosc
0,66
Verd grisós Verd apagat Verd apagat Verd
1
Verd blanquinós Verd clar Verd clar Verd clar
0,33
Maragda grisós Maragda grisós Maragda fosc Maragda fosc
0,66
Maragda grisós Maragda apagat Maragda Maragda
1
Maragda molt clar Maragda molt clar Maragda clar Maragda clar
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0,33











Turquesa clar Turquesa clar Turquesa clar
0,33
Blau grisós Blau fosc Blau fosc Blau fosc
0,66
Blau grisós Blau Blau Blau
1
Blau cel clar Blau cel Blau cel Blau cel
0,33
Blau grisós Blau fosc Blau fosc Blau fosc
0,66
Lavanda fosc Blau apagat Blau Blau
1
Lavanda Lavanda blavós Blau Blau
0,33
Violeta fosc Violeta fosc Violeta fosc Violeta fosc
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0,66




Violeta clar Violeta clar Violeta
0,33
Lila fosc Lila fosc Lila fosc Lila fosc
0,66




Magenta clar Magenta Magenta
0,33
Lavanda grisós Marró rosat Marró rosat Marró rosat
0,66
Lavanda rosat Rosa fosc Rosa fosc Rubi
1
Rosa blanquinós Rosa clar Rosa Rosa
Gris fosc Gris Gris clar Blanc
Negre
Taula 13: Taula que representa es colors reconeguts per la aplicació
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Reunió amb la Once
Per a demanar opinió sobre la usabilitat del projecte vam decidir acudir a la ONCE, allà ens 
vàrem reunir amb Santiago Moese Ruiz, instructor de tiflotecnologia i braile de la delegació de 
Barcelona.
Va  mostrar-se  positiu  de  cara  a  la  aplicació,  i  va  dir  que  seria  especialment  útil  per  a 
discapacitats visuals que havien perdut la visió en algún moment de la seva vida, ja que els era 
més fàcil d'interpretar a quin color es refereix la aplicació al haver pogut veure colors abans de 
perdre totalment la visió. Mentre que per a una persona que mai ha tingut visió li és més díficil 
entendre com és un color i la utilitat de la aplicació es limita a la identificació de peces de roba.
Tot i això va dir que la aplicació podia adquirir un ús més important mitjançant a implementació 
de  noves  utilitats,  concretament  va  dir  que  seria  molt  interessant  implementar  un  sistema 
mitjançant el qual es pogués fer una fotografia a una peça de roba, i tot seguit se'n pogues fer 
una segona a una altre peça i que l'algorisme fos capaç de dir si les peces son conjunten bé o 
no. Una altre ampliació que resultaria útil seria fer que la aplicació fos capaç de detectar quan 
s'està apuntant a una peça de roba per tal de fer mes fàcil l'ús per part de l'usuari a l'hora 
d'apuntar peces de roba mes petites. Finament també va comentar que tot i que Android ha 
millorat bastant a l'hora de fer els seus dispositius accessibes iPhone diposa de condicions molt 




[1] Joan Ribas Lequerica, Desarrollo de aplicaciones para android, ANAYA, 2011, ISBN 978-
84-415-2937-3
[2] James D. Foley, Computer graphics: principles and practice, Addisson-Wesley, 1996, ISBN 
978-0-321-39952-6
[3] Rob Gordon, Essential JNI: Java Native Interface, Prentice Hall, 1998, ISBN 0-13-679895-0
[4] David Hand, Heikki  Mannila,  Padhraic Smyth Principles of data mining, Mit  Press, 2001, 
ISBN 978-0262082907
[5] http://pielot.org/2010/12/09/using-cygwin-with-the-android-ndk-on-windows/ 
[6] http://www.cygwin.com/ 
[7] http://stackoverflow.com/ 
[8] http://developer.android.com/sdk/index.html 
[9] http://www.eclipse.org/ 
[10] http://www.cplusplus.com/ 
[11] http://www.wikipedia.org/ 
[12] http://arxiv.org/ftp/arxiv/papers/1304/1304.6379.pdf 
[13] https://www.java.com/es/ 
[14] http://www.cambridgeincolour.com/tutorials/white-balance.htm 
54
