The complexity of concurrent systems can turn their development into a very complex and error-prone task. The use of formal methods like CSP considerably simplifies this task. Development, however, usually aims at reaching an executable program: a translation into a programming language is still needed and can be challenging. In previous work, we presented a tool, csp2hc, that translates a subset of CSP into Handel-C source code, which can itself be converted to produce files to program FPGAs. This subset restricts parallel composition: multisynchronisation and interleaving on shared channels are not allowed. In this paper, we present an extension to csp2hc that removes these restrictions. We provide a performance analysis of our code.
Introduction
Concurrent applications are normally complicated since they consist of many components running in parallel. This usually yields to a complex and errorprone development [11] . In order to minimize these problems, formal methods like CSP [11] have been proposed. They are usually process algebras designed for describing and reasoning about synchronisation between processes. Furthermore, phenomena that are exclusive to the concurrent world, like deadlock and livelock, can be much more easily understood and controlled using such formalisms. The tools available for these languages increased their success. For CSP, the modelchecker FDR2 [3] provides an automatic check of finite state specifications for correctness and properties like deadlock and divergence freedom. It accepts a machine-processable version of CSP, called CSP M [11], which combines an ASCII representation with a functional language.
Using CSP, we can describe concurrent systems at various levels of abstraction: specifications, design, and implementation. This allows a stepwise development in a single framework. Nevertheless, a translation into a practical programming language is still needed. In order to minimize this gap, it is better to target languages that directly support the CSP style of concurrency through channels, such as occam-2 [5] and Handel-C 1 , or packages that add these features such as JCSP [13] for Java, CCSP [6] for C, and C++CSP [2] for C++.
This translation is usually non-trivial and rather problematic. In [9], we presented a methodology for developing verified concurrent applications in which developers: (i) specify the system's concurrent behaviour in CSP and verify its correctness and further properties using tools like FDR2; (ii) gradually refine it verifying the correctness of the transformation (again, using tools like FDR2); and finally, (iii) automatically translate the CSP M implementation into Handel-C code, which can itself be compiled into a Hardware Description Language (HDL) to program Field-Programmable Gate Arrays (FPGAs).
The tool that supports the translation from CSP M into Handel-C, csp2hc, accepts a subset of CSP M that includes SKIP, STOP, sequential and parallel composition, recursion, prefixing, external and internal choice, alternation, guarded processes, datatypes, constants, functions, and some expressions. The translation of some of these constructs, however, was restricted. For instance, due to subtle differences in Handel-C's concurrency model, the translation of CSP M parallel composition into Handel-C's par construct was only possible if: (i) all channels shared by the processes were in the synchronisation set (e.g. cs in the definition of sharing parallel composition at Page 48); and (ii) there was no multisynchronisation (more than two processes synchronising on a given channel). In this paper, we present an approach to remove these restrictions.
Translations of process algebras into programming languages have already been presented. They target different programming languages like occam-2 [5], Ada [1], Java and C. Some of them have no tool support, whilst others have limited tool support. None of them, however, achieved a comprehensive support of CSP parallel composition as we do here. For instance, [4] proposes an automatic translation from CSP# [12] into code. They, however, only consider interleaving: parallel composition and multi-synchronisation are left aside. In [8], we presented a translation strategy from Circus [7] to Java. This strategy included the treatment of multi-synchronisation and its basic ideas are used here.
In Section 2, we introduce CSP M , Handel-C, and the previous version of csp2hc. Section 3 describes the approach to implement CSP model of parallelism in Handel-C. In Section 4, we present a performance analysis of the translation and generated code. Finally, our conclusions and future work are in Section 5.
Background
In this section, we describe csp2hc's previous version and the languages involved in the translation focusing on the features used in the context of this paper.
CSP
CSP is a process algebra that can be used to describe systems composed by interacting components, which are independent self-contained processes with
