The present research aims to compare the different technologies that allow real-time communication between Android and iOS devices. We conducted a measurement-driven experiment to test the performance of each technology under different scenarios. We determine their functionality according to the environment for which they have been developed, showing competent information about their capabilities based on the communication channel they use, and their performance measured in milliseconds. The final results allow mobile application developers to determine which technologies suits them the best, based on the specific context of their projects.
INTRODUCTION
During the last decade, the purchase and usage of mobile devices has grown significantly. According to Gartner, 344 thousand devices where sold on the second quarter of 2016, an additional 44 thousand compared to the previous quarter. According to the IDC, the two leading operating systems are Android and IOS, with 86.8\% and 12.5\% share respectively for the third quarter of 2016. As a consequence, the development of applications for both these platforms has increased considerably.
For this reason, the present project has as object of study the comparison of communication technologies between mobile applications for Android and IOS operating systems. We aim at methodically compare the different communication technologies between these platforms. The communication channels that we will be covering are internet networks, WiFi and communication via Bluetooth.
Although there are solutions that allow communication almost instantaneously, each operating system has its own security and communication restrictions. Therefore, it is sought, through this paper, objectively determine which communication technology performs the best for Android and iOS applications, when tested against different environments.
The research is based on a) "Cross-device interaction (XDI), a type of interaction in which human users interact with multiple separate input and output devices [17] , b) Cross Platform Development, which refers to the development or execution of a Software in more than just one type of Hardware with a single codebase, and c) real time communication, defined as the instantaneous exchange of information between a sender and a receiver. The characteristics of real-time communication are: Speed, Low rate of information loss, Point-to-point communication and Efficient at the cost level.
The rest of the paper is organized as follows: Section 2 reviews previous research on cross platform communication and interaction. Section 3 explains the challenges regarding device synchronization, and describe the process to measure the performance of each technology. Section 4 presents the final results of the performance tests for each scenario. Section V concludes the paper and offers general guidelines for developers.
STATE OF THE ART
The necessary research for the analysis led us to look for sources that have made a comparison between different communication technologies for development. During this search, we found different works that highlight the importance of cross-device development and the concerns that exist in this field.
We have the need to connect different devices and the efforts made for that. "Driver: Enabling and Understanding Cross-Device Interaction" [8] , states that diversity has increased between different ranges of mobile devices such as smartphones or tablets, generating an implicit need to manage information between them. In 2014, Peter Hamilton and Daniel Wigdor, developed "Conductor", a prototype framework that allowed the communication of cross-device applications, through which users could share information, perform chain tasks and manage sessions between devices.
We have the need for new applications that offer support for developers. In "Enhancing Cross-Device Interaction Scripting with Interactive Illustrations" [3] , the authors developed DemoScript, a tool that automatically analyzes the interaction between devices and visualizes it step by step. Due to the appearance of mobile and wearable technologies, the number of forms of interaction through devices has increased, and according to the capabilities of these devices consumers can have a multidevice ecosystem. These different interactions have created new implementation scenarios.
According to this article, the Cross-device implementation has following challenges: a) it is difficult to support the wide variety of dimensions and capabilities of each device, b) it is difficult to express interaction flows that span multiple devices, and c) the testing of device interactions remains difficult. Due to these challenges, its objective for the work is to illustrate the behavior of the code with concrete examples and generate code through direct visual manipulation.
Finally, we have the implementation of analysis for interaction techniques between devices in the paper "A Comparison of Techniques for Cross-Device Interaction from Mobile Devices to Large Displays" [13] . In this, a study of four techniques (Pinch, Swipe, Throw and Tilt) is taken into consideration for the movement of information from a mobile device to one of greater visualization to measure the effectiveness, efficiency and margin of error. In the work done for this research, different interaction techniques were taken into account by means of gestures, initiated from a mobile device in the hand that converses with a larger device.
In this section we have discussed different research efforts that point out the importance and challenges that one must take care of when trying to establish communication between devices. Yet, none of them provide enough information regarding: a) the performance of each solution, b) the scenarios in which they can be used, c) cross-platform compatibility, specifically Android and iOS. The present research will expand on such topics.
For the implementation of these investigations the type of communication that exists between the devices plays a key point. The different mechanisms they use derive from the environment in which the solution has been developed and its use. In that sense, it is necessary to define a suitable communication technology to optimize and find the precise resource for each type of solution in a scenario. Therefore, this comparative analysis is based on achieving this goal.
PROJECT DEVELOPMENT 3.1 Communication Technologies
We researched for communication technologies that allow developers to establish a real-time communication between mobile devices. The technologies were selected based on the time they have been on the market, the communication flow they implement, and their deployment requirements. We filtered out those technologies that didn't provide a client API or SDK for mobile development (native / hybrid / cross-platform) solutions.
The selected technologies were classified in three groups, and are described on Tables I, II and III. 
Synchronization of time between devices
A challenge that we faced was to calculate the real time taken to send a message from one device to another. As our aim is to compare the performance of technologies able to deliver messages in less than a second, the measurement was done in milliseconds. Most phones nowadays are synchronized with remote servers to display the most accurate time, but that mechanisms do not guarantee the milliseconds accuracy that we required.
Real time: we define real time as the time that passes steadily, so if we had two clocks with different relative times, both exist under a real time despite their lags. Under this context, there is a real time, for which different devices have a relative phase shift that can be positive or negative, depending on the local time of the device. For this, we define the following formula:
We will use this formula to calibrate the devices with the real time. Therefore, it is necessary to know at least two of these variables to be able to generate the calculation, taking into account that the necessary precision is in milliseconds.
Delivery time: for each technology, we compare the time it takes to deliver a message. It is determined from a) the initial time when the message was emitted and b) the final time when the message was received. If we compare them with the real time we would have the following formulas.
If we replace the offset of the devices that emitted and received the message respectively, we will have:
So, the final formula will be:
Time synchronization: Although the formulas correctly calculate the delivery time, the information that is collected through devices does not use the real time, but a relative delivery time that is affected by the devices offsets. The resulting scenario would be:
If we combine it with the real-time formulas, we can derive the times with respect to the phase shifts and find the actual delivery time:
This is the final formula used to measure the delivery time. For now, the device offsets remain unknown, but we will detail how to find them out on the next section.
Measurement Process
The delivery time was measured under different test scenarios, defined according to the technologies used. The detailed experiment is described in this section.
Location
We chose a closed, empty room where tests could be performed. We had access to a stable 4G signal and there was minimum ambient noise. There was access to Internet via WiFi through a router located at the other side of the room. It had optimal signal and only the devices that were under test were connected.
Time synchronization
For the time synchronization, it was necessary to obtain the value of the offset (time differential) of each of the devices against the real time. We set up a local NTP server, and then calculated the offset using TrueTime [8] [9], a library which implements the NTP clock synchronization algorithm by connecting to a given time server. The resulting values were calculated for each device used during the experiment (see Table 4 ), and replaced in the formulas to determine the real delivery time. 
Devices
Six devices were used were used during the experiment (see Table  5 ). 
Tested Applications
A total of 26 applications were developed to test the suite of technologies: 11 android apps, 11 iOS apps, and 4 backend services. The requirements for each technology are detailed on Table 6 . 
Testing Scenarios
The unit of measurement for each scenario was milliseconds, and for each of them we sent 50 messages. The communication was done in every direction: Android to Android, iOS to iOS, iOS to Android and Android to iOS. On the other hand, each scenario has its own dimensions, so these additional measurements were also taken into account. We separate them into 3 groups according to their specifications.
Scenario 1: communication technologies that use an external cloud server that is responsible for carrying out the distribution of information (we consider SignalR within this group since its infrastructure is designed to be used in a web / cloud). For this scenario we used the Network Access dimension, which differentiates the use of connection via WiFi (internet) and the use of mobile data (3G / 4G). 
Scenario 2: technologies that need the implementation of a server for its demonstration. These technologies have the advantage that when you need to deploy your own service, they can also be used in the local network, where the information can travel much faster. Therefore, they were tested in a local network environment where the service was deployed for its operation. The dimension of Network Access, only has one variable that is WiFi access, which is communication through the local network. Scenario 3: technologies that make use of Bluetooth as a mean to discover new nearby devices or to send information. For these scenarios we added the Network Access dimension, because even though some of these technologies use BLE to connect the devices, the communication is established through Internet. For this group we also considered a distance dimension, so multiple tests were performed with three different distance ranges between them.
RESULTS
A total of 6200 measurements were taken: 50 for each combination between dimensions and technologies. By replacing each relative value and the devices offset on the previously described formulas, we could calculate the real delivery time. An average of the adjusted values was made to obtain the final result. The collected data for each scenario is displayed on Figures 1, 2  and 3 . 
CONCLUSIONS
We presented solutions that enable real-time communication between Android and iOS devices via internet, WiFi and Bluetooth. By analyzing the results of our measurements, we can observe that most technologies are able to deliver real-time communication, yet they will perform better or worse depending on the specific context on which they are tested. Local network based solutions can deliver messages almost instantly, but they need a local network and server to work. Some technologies will struggle establishing the communication between Android devices, but will perform much better when testing with iOS devices. Our comparative analysis will not determine the fastest technology overall, but will guide the choice of a technology, depending on the specific context of a project. 
