Abstract-Complex numbers play a very important role in various applications of electrical and computer engineering. These days, arithmetic operations dealing with these numbers rely on a "divide-and-conquer" technique wherein a complex number is broken into its real and imaginary parts and then, after representing each part in binary number system, operation is carried out on each part as if part of the real arithmetic. Thus, addition of two complex numbers requires two separate additions, and their multiplication requires four individual multiplications, one subtraction and one addition. In an effort to reduce the number of arithmetic operations within the realm of complex arithmetic, binary number system with base (−1+j), called complex binary number system, has been proposed in the literature which allows a complex number to be represented as single-unit instead of two separate units as in the base-2 binary number system. In this paper, the effects of shift operations on complex binary numbers have been examined and mathematical equations describing their behavior have been obtained. Analysis of these equations leads to the conclusion that the impact of shift operations on a complex binary number is, to a large extent, similar to typical multiply-by-2 (for per-bit shift-left) and divide-by-2 (for per-bit shift-right) operations of traditional base-2 binary number.
I. INTRODUCTION
Complex numbers play a very important role in engineering applications such as digital signal processing and image processing. Thus design of an efficient approach to handle complex arithmetic will result in better performance in such applications. These days, arithmetic operations dealing with complex numbers involve, to a large extent, application of a "divide-andconquer" technique, whereby a complex number is broken up into its real and imaginary parts and then operations are carried out on each part as if it were part of the real-arithmetic. Finally, the overall result of the complex operation is obtained by accumulation of the individual results. For instance, addition of two complex numbers requires two separate additions (one for the real parts and one for the imaginary parts) while multiplication of the same two complex numbers requires four multiplications, one subtraction, and one addition. Efforts in defining binary numbers with bases other than 2, which facilitate one-unit representation of complex numbers include work by Knuth [1] , Penney [2, 3] , and Stepanenko [4] . Jamil et. al. [5, 6] have presented a detailed analysis of (−1+j)-base and (−1−j)-base complex binary number systems and elaborated on how addition, subtraction, multiplication, and division of two such complex binary numbers can be accomplished. In this paper, we have investigated the effects of logical shift-left and logical shift-right operations on the binary representation of complex numbers in (−1+j)-base Complex Binary Number System (CBNS) and have obtained mathematical equations describing their behavior when subjected to these operations. This paper is organized as follows: In Section II, a detailed introduction to (−1+j)-base complex binary number system, along with algorithms for converting a given number into CBNS, has been presented. This is followed, in Section III, by a discussion of the effects of shift-left operations on complex numbers represented in CBNS format. In Section IV, effects of shift-right operations on complex binary numbers are explored. Conclusions and suggestions for future research are presented in Section V, which are followed by Acknowledgment and References.
II. (−1+J)-BASE COMPLEX BINARY NUMBER SYSTEM (CBNS)
The value of an n-bit binary number with base (-1+j) can be written in the form of a power series as follows: a n-1 (-1+j) n-1 + a n-2 (-1+j) n-2 + a n-3 (-1+j) n-3 + …+ a 2 (-1+j) 2 +a 1 (-1+j) 1 +a 0 (-1+j) 0 (1) where the coefficients a n-1 ,a n-2 ,a n-3 ,…,a 2 ,a 1 ,a 0 are binary (either 0 or 1).
A. Conversion algorithm for integers
Let's first begin with the case of positive integers N. To represent N in the (-1+j)-base complex binary number system, we express N in terms of powers of 4 using division process. Thus
This "normalized" representation is unique when 0≤q i <4. In that case the non-zero 'digits' …, q 5 , q 4 , q 3 , q 2 , q 1, q 0 are called the base 4 representation of N. If the constraint on q i is removed, then we call it an "un-normalized" base 4 representation of N, which is not unique. Now convert the base 4 number …, q 5 , q 4 , q 3 , q 2 , q 1, q 0 to base -4 by replacing each digit in odd location q 1 , q 3 , q 5 , … with its negative to get (…, q 5 , q 4 , q 3 , q 2 , q 1, q 0 ) base 4 = (…, -q 5 , q 4 , -q 3 , q 2 , -q 1, q 0 ) base -4 (un-normalized)
We normalize the new number (i.e. get each digit in the range 0 to 3) by repeatedly using the operation of adding 4 to the negative digits and adding a 1 to the digit on its left. This operation will get rid of the negative numbers, but might create some digits with a value of 4 after the addition of a 1. To normalize this, we replace the 4 by a 0 and subtract a 1 from the digit on its left. Of course this subtraction might once again introduce negative digits which will be normalized by the previous method. As an example To represent the given number in the base (-1+j), we replace each digit in base -4 representation with the given four bit sequence (0→ 0000, 1→ 0001, 2→ 1100, 3→ 1101) which yields:
2007 base10 = (1, 2, 0, 1, 2, 3, 3) base -4 = 0001 1100 0000 0001 1100 1101 1101 base -1+j = 1110000000001110011011101 base -1+j
To convert a negative integer into (-1+j)-base representation, we simply multiply the representation of the corresponding positive integer with 11101 (equivalent to -1 base -1+j ) according to the multiplication algorithm given in Ref. [5] . Thus -2007 base10 = (0001 1100 0000 0001 1100 1101 1101) x (11101) = 1100 0000 0000 1101 1100 0001 base -1+j
B. Conversion algorithm for imaginary numbers
To obtain binary representation of a given positive or negative imaginary number in CBNS, we simply multiply (according to the multiplication algorithm given in Ref. [5] ) the corresponding (-1+j)-base representation of positive or negative integer with 11 (equivalent to j base 10 ) or 111 (equivalent to -j base 10 ), as required. Thus, given 
C. Conversion algorithm for fractions
The procedure for finding the binary equivalent for fractions in base (-1+j) is based on the usual approach to obtaining ordinary binary representations. Any fraction F can be expressed uniquely in terms of powers of ½ = 2 We continue this process until r i = 0 or the machine limit has been reached. Then, for ∀f i = 1, we replace its In that case, it is up to the user to terminate the process when certain degree of accuracy has been achieved.
D. Conversion algorithm for floating point numbers
To represent a floating point positive number in the new base, we add the integer and fractional representations according to the addition rules [5] . Once again, all rules for obtaining negative integer and positive/negative imaginary number representations in base (-1+j), as discussed previously, are equally applicable for obtaining negative floating point and positive/negative imaginary floating point representations in the proposed new base. 
III. SHIFT LEFT OPERATIONS IN COMPLEX BINARY NUMBER SYSTEM
To investigate the effects of shift-left (1,2,3, and 4-bits) operations on a complex number represented in CBNS format, a computer program was developed in C++ language which allowed (i) variations in magnitude and sign of both real and imaginary components of a complex number to be generated automatically in a linear fashion, and (ii) decomposition of the complex number after the shift-left operation, represented in CBNS format, into its real and imaginary components [7] . The length of the original binary bit array was restricted to 800 bits and 0s were padded on the left-side of the binary data when the given complex number required less than maximum allowable bits for representation in CBNS format. As an example, consider the following complex number:
Before padding 90+j90 base10 = 110100010001000 base-1+j After padding 90+j90 base10 = 0...0110100010001000 base-1+j such that the total size of binary array is 800 bits. Shifting this binary array by 1-bit to the left will yield 0…01101000100010000 base-1+j ensuring that total arraysize remains 800 bits by removing one 0 from the left-side and appending it to the right-side of the number. Similarly, shifting of the original binary array by 2,3, or 4-bits to the left will yield 0011010001000100000 base-1+j (notice two 0s appended on the right-side of the array),0...0110100010001000000 base-1+j (notice three 0s appended on the right-side of the array), 0…01101000100010000000 base-1+j (notice four 0s appended on the right-side of the array), ensuring all the time that total array-size remains 800 bits by removing two 0s, three 0s, and four 0s respectively from the leftside of the original array. Table I presents an overall summary of the effect on the signs of the complex numbers, represented in CBNS format, because of 1,2,3, and 4-bit shift-left operations. 
To find out the effect of shift-left operation on the magnitudes of the complex numbers, we chose to vary the magnitude of real and imaginary components of the original complex numbers in a linear fashion ( Assuming positive real-only complex numbers (no imaginary part) represented in CBNS format before the shift, the effect on the real and imaginary parts of the complex numbers after the 1,2,3,4-bits shift-left operations are shown in Fig. 6 . The case of negative realonly complex number (no imaginary part) is shown in Fig. 7 . The cases of positive and negative imaginary-only complex numbers (no real part) are presented in Figs. 8-9 respectively. The four cases of ±Real±Imaginary complex numbers represented in CBNS format before the shift, and effects of 1,2,3,4-bits shift-left operations on the sign and magnitude of complex numbers are presented in Figs 10-13 respectively. Characteristic equations describing the behavior of complex numbers in CBNS format after shift-left operations are given in Table II .
IV. SHIFT RIGHT OPERATIONS IN COMPLEX BINARY NUMBER SYSTEM
To investigate the effects of shift-right (1,2,3, and 4-bits) operations on a complex number represented in CBNS format, a computer program was developed in C++ language which allowed (i) variations in magnitude and sign of both real and imaginary components of a complex number to be generated automatically in a linear fashion, and (ii) decomposition of the complex number after the shift-right operation, represented in CBNS format, into its real and imaginary components [8] . The length of the original binary bit array was restricted to 800 bits and 0s were padded on the left-side of the binary data when the given complex number required less than maximum allowable bits for representation in CBNS format. As an example, consider the following complex number: such that the total size of binary array is 800 bits. Shifting this binary array by 1-bit to the right will yield 00…011010001000100 base-1+j ensuring that total arraysize remains 800 bits by removing one 0 from the rightside and inserting one 0 on the left-side of the number. Similarly, shifting of the original binary array by 2,3, or 4-bits to the right will yield 000…01101000100010 base-1+j (notice two 0s inserted on the left-side of the array), 0000…0110100010001 base-1+j (notice three 0s inserted on the left-side of the array), 00000…011010001000 base-1+j (notice four 0s inserted on the left-side of the array), ensuring all the time that total array-size remains 800 bits by removing two 0s, three 0s, and four 0s respectively from the right-side of the original array. Table III presents an overall summary of the effect on the signs of the complex numbers, represented in CBNS format, because of 1,2,3, and 4-bit shift-right operations.
To find out the effect of shift-right operation on the magnitudes of the complex numbers, we chose to vary the magnitude of real and imaginary components of the original complex numbers in a linear fashion (Fig. 1) and for the complex numbers obtained after the shift-right operation, we obtained mathematical equations describing their behavior, as given in Figs. 14-17. To fully understand the variations in the sign and magnitude of the complex numbers before and after the shift-right operations, graphs were drawn in Microsoft Excel as shown in the Figs. 18-21.
Assuming positive real-only complex numbers (no imaginary part) represented in CBNS format before the shift, the effect on the real and imaginary parts of the complex numbers after the 1,2,3,4-bits shift-right operations is shown in Fig. 18 . The case of negative real-only complex number (no imaginary part) is shown in Fig. 19 . Characteristic equations describing the behavior of complex numbers in CBNS format after shift-right operations are given in Table IV. V. CONCLUSIONS AND FUTURE RESEARCH Complex binary number system holds a very promising future because of its ease in representing complex numbers and in simplifying arithmetic operations involving such numbers. With the design of arithmetic algorithms [5] , formulation of characteristics equations describing effects of multiple-bit shift-left [7] and shift-right operations [8] , and hardware implementations of arithmetic circuits [9, 10, 11, 12] , CBNS provides a new avenue of research in the realm of computer arithmetic.
TABLE III EFFECT ON SIGNS OF COMPLEX NUMBERS IN CBNS FORMAT AFTER SHIFT-RIGHT OPERATIONS
For future research in CBNS, it is highly desirable to design and implement an Arithmetic Unit (AU) incorporating all the arithmetic operations (addition, subtraction, multiplication, division, shift-left, and shift-right) defined so far, and then to compare the performance of ordinary base-2 AU with the newly designed CBNS AU.
