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KÄYTETYT LYHENTEET  
Django Python web-ohjelmistokehys (Django documentation 2020) 
Full Stack Kokonaisuus, joka sisältää useamman eri ohjelmiston osan 
kuten esimerkiksi käyttöliittymän, tietokannan ja rajapinnan 
(W3schools.com 2020) 
GraphQL Facebookin kehittämä kyselykieli ohjelmistojen kommu-
nikointia varten (Graph Query Language) (GraphQL: A query 
language for APIs. 2020) 
JSON Datamalli, jonka avulla tietoa voidaan lähettää ja tallettaa 
(Javascript Object Notation) (JSON 2020) 
NPM Node Package Manager, paketinhallintarekisteri Javascript 
ohjelmointikielelle (npm 2020) 
Rajapinta Ohjelmiston osa, jonka avulla eri toiminnallisuudet saadaan 
kommunikoimaan toistensa kanssa (MuleSoft 2020) 
React Facebookin kehittämä Javascript kirjasto käyttöliittymien ra-




Yksi suurimmista teollisuuden alan yrityksien liiketoimintaan liittyvistä ongelmista on va-
raston hallinta ja sen kierron optimointi. Kierron optimointiin liittyy kaksi eri ongelmatilan-
netta.  
Ensimmäisessä skenaariossa varastoon kiinnitetty pääoma jonkin tietyn nimikkeen koh-
dalla on tarpeettoman suuri. Käytännössä tämä tarkoittaa sitä, että nimikkeiden määrä 
ylittää niiden tarpeen, jolloin ne jäävät varastoon lojumaan käyttämättömänä. Pahim-
massa tapauksessa ne päätyvät varastosta ulos joko alihintaan tai suoraan pois heitet-
täväksi. Vastaavasti liian vähäinen määrä nimikettä voi hidastaa tuotteen vientiä tai lo-
pettaa sen kokonaan tukehduttaen samalla yrityksen kassavirtaa. ABC-analyysillä pyri-
tään korjaamaan näitä ongelmia vastaamalla kahteen oleelliseen varastonhallintaan liit-
tyvään kysymykseen. Mikä on nimikkeen tärkeys ja miten sitä tulisi hallita? Tärkeys-
luokassa alempana oleviin nimikkeisiin ei kannata käyttää ylimääräisiä resursseja vaan 
pääprioriteetin tulisi olla nimikkeissä, joiden tärkeysluokitus on korkeammalla. (Chapman 
ym. 2017.) 
ABC-analyysi toteutetaan tavallisesti esimerkiksi Excel-taulukkolaskentaohjelman 
avulla, eikä yleispätevää sovellusta analyysin tekemiselle ole tehty. Usein myös sään-
nöllinen varaston tarkastelu jää tekemättä tai se toteutetaan liian harvoin. Opinnäytetyön 
idea syntyi tarpeesta luoda työkalu, jolla varaston kierron analysointi onnistuu nopeasti 
ja se voidaan toteuttaa säännöllisesti sille kehitetyllä ohjelmistolla. Jotta ABC-analyysistä 
on mahdollista tuottaa useille yrityksille toimiva varastoa analysoiva työkalu, ohjelmistoa 
käyttävän yrityksen on voitava tehdä analyysi omien parametriensa mukaisesti. Tämän 
vuoksi opinnäytetyössä kehitetään hieman muunneltu ABC-analyysi.  
N-ABC-X-analyysi on ABC-analyysin variaatio, jossa laskennassa huomioidaan erikseen 
uudet nimikkeet, joiden varastonkiertoa ei voida vielä määrittää, sekä täysin käyttämät-
tömät nimikkeet, joilla vientiä ei ole ollenkaan. Ohjelmistossa hyödynnettävien paramet-
rien avulla yritys voi toteuttaa analyysin omien tarpeidensa mukaan. Ohjelmisto raken-
netaan tuotteeksi ohjelmistokehitystä tarjoavalle yritykselle. Tuotteen kohderyhmään 




Opinnäytetyössä keskitytään N-ABC-X-analysointiin teollisuuden alan yrityksille ja ana-
lysoinnin toteuttamiseen ohjelmallisesti. Ohjelmiston toteutus on jaettu opinnäytetyön te-
kijöiden kesken osiin: rajapinta ja tietokanta sekä käyttöliittymä, jotka voidaan toteuttaa 
erillisinä kokonaisuuksina. Käyttöliittymäosiossa suunnitellaan analyysien tuloksien esi-
tystapa ja toteutetaan laskennan parametrien asettaminen. Rajapinnassa suoritetaan 
varaston nimikkeiden analysointi sekä tietokannan hallinta. Koska kyseessä on konsep-
titodistus, työssä ei huomioida käyttäjien todennusta, integraatiota ohjelmaa käyttävän 
yrityksen järjestelmään automaattista analysointia varten tai ohjelmiston toimitusta tuo-
tantoon, vaan ideana on osoittaa varastoa analysoiva ohjelmisto toteutuskelpoiseksi 
tuotteeksi. Opinnäytetyön kirjoitusosuus on vastaavasti jaettu työn tekijöiden kesken 
käyttöliittymäosaan sekä rajapintaan ja tietokantaan. N-ABC-X-analyysin teoriaosuus on 
kirjoitettu yhteistyönä.  
Työssä käydään ensin läpi N-ABC-X-analyysin teoriaa ja taustaa siltä osin kuin itse oh-
jelmiston toteuttaminen vaatii. Tämän jälkeen siirrytään käytännön osioon, jossa esitel-
lään vaatimusmäärittely, ohjelmiston rakentaminen, käytetyt teknologiat sekä testaus.  
9 
2 N-ABC-X-ANALYYSI 
ABC-analyysi on varaston kierron optimointiin hyödynnetty laskentatapa. Analyysi kertoo 
kuinka varaston nimikkeitä tulisi hallita ja mikä on niiden tärkeysluokitus. Painotetuilla 
ostokäytännöillä viitataan nimikkeiden erilaiseen hallintaan. Tärkeysluokituksessa kor-
keammalla oleviin nimikkeisiin tulisi käyttää enemmän resursseja verrattuna luokituk-
sessa alempana sijaitseviin nimikkeisiin.  (Chapman ym. 2017.) 
Usein kuitenkin tilanne on päinvastainen ja yrityksien varastot täyttyvät käyttämättömistä 
nimikkeistä nostaen varastoon sidottua pääomaa. Käyttämättömät nimikkeet laskevat 
varaston kiertoa ja tärkeysluokituksessa korkealla olevat nimikkeet vastaavasti nostavat 
sitä. Kun nimikkeitä on varastossa satoja tai jopa tuhansia niiden hallitseminen ilman 
tietoteknisiä välineitä on erittäin haastavaa. (Puranen 2018.) 
Nimikkeillä tarkoitetaan varaston eriteltyjä tuotteita, jotka ovat osa varaston kiertoa. Ni-
mikkeet ovat uniikkeja ja niitä merkitään kirjain- ja numeroyhdistelmillä. Teollisuusalan 
toimijan varaston nimikkeisiin voivat kuulua esimerkiksi kasausosat kuten ruuvit, mutterit 
ja muut materiaalit, joita yrityksen tuotteen valmistamiseen tarvitaan. On huomioitava 
kuitenkin, että teollisuuden alan yrityksille tehtävässä analyysissä nimikkeillä ei tarkoiteta 
eri tuoteryhmiä, vaan eriteltyjä osto-osia, raaka-aineita ja materiaaleja. (Corporate Fi-
nance Institute 2018.) 
ABC-analyysi perustuu Pareton periaatteeseen, jonka mukaan 20 % ihmisistä omistaa 
80 % vaurauksista (Ghiani ym. 2013).  Teollisuuden alan yritykselle, jonka tuotteiden 
valmistaminen vaatii useita tavarantoimittajia, tämä teoria pätee vastaavasti siten, että 
20 % toimittajista tuottaa 80 % yrityksen ostoista  (ABC Analysis - AbcSupplyChain 
2019).  
Tavallisesti ABC-analyysissä ei erikseen huomioida uusia sekä täysin käyttämättömiä 
nimikkeitä. Ohjelman kohderyhmän ja sen toimivuuden kannalta on kuitenkin tärkeää, 
että analyysin toteutusta jatketaan huomioimalla nämä nimikkeet kahdella ylimääräisellä 
laskentavaiheella, joihin myös nimi N-ABC-X perustuu. Ohjelmistoa varten toteutettava 
analyysi voidaan suorittaa seuraavilla seitsemällä askeleella:  
1) Kerätään varaston nimikkeiden data analyysiä varten valitulta aikajänteeltä 
2) Erotellaan N-nimikkeet, jotka ovat uusia ja joiden käyttäytymistä ei vielä tunneta 
3) Etsitään X-nimikkeet, joiden kulutus on matala, tai kulutusta ei ole ollenkaan 
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4) Järjestetään nimikkeet kulutuksen perusteella suurimmasta pienimpään  
5) Lisätään nimikkeille ABC-luokitus  
6) Lasketaan jokaiselle nimikkeelle varastossaoloaika päivissä 
7) Lisätään nimikkeille aikaluokka (1–6) 
2.1 Analyysin suorittaminen 
Analyysiä varten kerättävä data voidaan poimia yrityksen tuotannonohjaus- tai varaston-
hallintajärjestelmästä valitulta aikajänteeltä. Aikajänne otetaan tavallisesti viimeisen vuo-
den ajalta. On huomioitava, että jokaisen nimikkeen kohdalla data tulee olla kerätty vali-
tun aikajänteen sisältä, eikä minkään nimikkeen kohdalla dataa saa olla kerättynä eri 
ajalta. Kerättävä data sisältää nimikkeiden tunnisteen, nimen, luontipäivämäärän, kulu-
tuksen, keskimääräisen varastoarvon sekä kappalemäärän ja varaston tämänhetkisen 
arvon sekä kappalemäärän. Kerättävää dataa voidaan lisäksi täydentää vielä nimikkeen 
lisätiedoilla kuten sen toimittajan ja ostajan tiedoilla, mikäli yksittäisiä nimikkeitä halutaan 
tarkastella analyysin jälkeen tarkemmin. Itse analyysin kannalta nämä tiedot eivät kui-
tenkaan ole välttämättömiä. Ennen kuin analyysiä suorittaminen aloitetaan, on mietittävä 
mitkä ovat kohdeyritykselle sopivat laskentaparametrit. Laskentaparametreilla tarkoite-
taan laskennassa kustomoitavissa olevia muuttujia, joiden avulla erilaiset yritykset voivat 
hyödyntää laskentaa omien tarpeidensa mukaan. Parametreja ovat prosentuaaliset 
ABC-ryhmät, nimikkeen luontipäivämäärä sekä kulutus ja viimeisenä aikaluokat.   
2.1.1 N- ja X-nimikkeiden erottelu 
N-ryhmään kuuluvat ovat nimikkeitä, jotka ovat uusia, eikä niiden kulutusta voida vielä 
määritellä. N-ryhmään kuuluva nimike voisi olla esimerkiksi uusi älypuhelinversio, jonka 
menekki voidaan havaita vasta kun se on ollut markkinoilla jo jonkin aikaa. N-nimikkeitä 
ei näin ollen voida ottaa mukaan laskentaan vaan niiden osuus näytetään tuloksissa eril-
lisenä osiona.  N-nimikkeet erotellaan laskennasta niiden luontipäivämäärän perus-
teella. Nimikkeet, jotka on luotu annetun päivämäärää jälkeen, tulkitaan uusiksi nimik-
keiksi. 
X- tai usein myös D-kirjaimella kutsutut nimikkeet laskevat varaston kiertoa ja niiden 
poistaminen varastosta on suositeltavaa.  Myös X-nimikkeisiin käytetään parametria, jota 
käyttäjä voi itse säätää tarpeidensa mukaan määritelläkseen kulutuksen, jonka alle 
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jäävät nimikkeet merkitään käyttämättömiksi. Kuten N-nimikkeet vastaavasti myös X-ni-
mikkeet ovat ABC-luokittelun ulkopuolella, sillä näiden nimikkeiden kohdalla painotettu-
jen ostokäytäntöjen muuttaminen ei ole tarpeellista. X-nimikkeiden määrä ja niiden arvo 
summataan yhteen, jotta niitä voidaan tarkastella tuloksissa. 
2.1.2 Luokittelu ABC-ryhmiin 
Loput ABC-ryhmiin kuuluvat nimikkeet järjestetään laskevasti kulutuksen mukaan. Ta-
vallisesti N-ABC-X-analyysi suoritetaan 80, 15 ja 5 parametreilla, jotka viittaavat nimik-
keiden prosentuaalisiin jaotteluihin. Analyysissä voidaan kuitenkin hyödyntää muitakin 
prosentuaalisia jaotteluja. Ennen jaottelua ABC-ryhmiin, nimikkeet järjestetään suuruus-
järjestykseen laskevasti kulutuksen mukaan. Mikäli käyttäjä suorittaisi analyysin standar-
diparametreilla, luokiteltaisiin ensimmäiset 80 % nimikkeistä A-ryhmään, seuraavat 15 % 
B-ryhmään ja loput 5 % C-ryhmään. (ABC Analysis - AbcSupplyChain 2019.) 
2.1.3 Varaston kiertonopeus, varastossaoloaika ja aikaluokka 
Lajittelun jälkeen kaikille ABC-nimikkeille lasketaan varaston kiertonopeus Kaavan 2. 
mukaan. Nimikkeen varaston kiertonopeus saadaan jakamalla nimikkeen euromääräi-
nen kulutus nimikkeen varastoarvolla. Varaston kiertonopeus kertoo, kuinka usein ni-
mike pyörähtää, eli kulutetaan loppuun valitun ajanjakson sisällä. Jakamalla valittu ajan-
jakso päivissä nimikkeen varaston kiertonopeudella, saadaan varastossaoloaika (Kaava 
1). Varastossaoloaika, eli varaston riittoisuus vastaavasti kertoo, kuinka kauan nimike on 
varastossa suhteessa kulutukseen. (Myllys 2019.) Varastossaoloaikaa hyödynnetään 
analyysin seuraavassa vaiheessa, jossa jokaiselle nimikkeelle määritellään aikaluokka. 
𝑉𝑎𝑟𝑎𝑠𝑡𝑜𝑠𝑠𝑎𝑜𝑙𝑜𝑎𝑖𝑘𝑎 = 𝑉𝑎𝑙𝑖𝑡𝑢𝑛	𝑎𝑗𝑎𝑛𝑗𝑎𝑘𝑠𝑜𝑛	𝑝𝑖𝑡𝑢𝑢𝑠	𝑝ä𝑖𝑣𝑖𝑠𝑠ä𝐾𝑖𝑒𝑟𝑡𝑜𝑛𝑜𝑝𝑒𝑢𝑠	𝑣𝑎𝑙𝑖𝑡𝑢𝑛	𝑎𝑗𝑎𝑛𝑗𝑎𝑘𝑠𝑜𝑛	𝑠𝑖𝑠ä𝑙𝑙ä 
Varastossaoloaika (Myllys 2019). (Kaava 1) 
𝐾𝑖𝑒𝑟𝑡𝑜𝑝𝑜𝑝𝑒𝑢𝑠 = 𝑉𝑎𝑟𝑎𝑠𝑡𝑜𝑛	𝑘𝑢𝑙𝑢𝑡𝑢𝑠	𝑣𝑢𝑜𝑑𝑒𝑛	𝑎𝑖𝑘𝑎𝑛𝑎𝑉𝑎𝑟𝑎𝑠𝑡𝑜𝑛	𝑘𝑒𝑠𝑘𝑖𝑚ää𝑟ä𝑖𝑛𝑒𝑛	𝑠𝑎𝑙𝑑𝑜  
Varaston kiertonopeus (Myllys 2019). (Kaava 2) 
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Aikaluokka (1–6) määräytyy varastossaoloajan sekä ohjelman käyttäjän määrittelemien 
aikaparametrien perusteella. Tuloksia voidaan tulkita pelkästään varastossaoloajan 
avulla määrittelemättä aikaluokkaa, mutta tuloksien tulkitsemisen helpottamiseksi nimik-
keet luokitellaan vielä aikaluokkiin. Aikaparametrit syötetään laskentaan täysinä päivinä 
ala- sekä ylärajoineen aikaluokille 2–5. Esimerkiksi mikäli käyttäjä määrittelee aikaluok-
kien parametreiksi päivät <=35, 35–67, 67–89, 89–110, 110=>, tarkoittaisi tämä sitä, että 
aikaluokkaan 1 kuuluvat nimikkeet, joiden varastossaoloaika on alle 35 päivää.  
2.2 Analyysin lopputulos ja tuloksien tulkitseminen 
Analyysin lopputuloksena saadaan nimikkeet jaoteltuna ryhmiin N, A, B, C ja X sekä 
aikaluokat jokaiselle nimikkeelle. Analyysin tuloksien esittämisessä ei ole standardisoi-
tua tapaa vaan esitystavat vaihtelevat riippuen tekijästä. Usein tuloksien esitystavassa 
onkin monta keinoa sulautettuna yhteen. Yksi keino esittää tulokset, on sijoittaa nimik-
keet allekkain ja listata jokaiselle riville nimikkeen tiedot, kiertoluku, varastossaoloaika 
sekä ABC-ryhmä. Tämä ei kuitenkaan ole paras tapa hahmottamaan kokonaiskuvaa, 
mikäli nimikkeitä on useita tuhansia. Oleellista on tietää jokaisen ryhmän ja aikaluokan 
osuus varastosta, jolloin ostokäytäntöjä voidaan muokata kokonaisvaltaisemmin.  
Tuloksien tulkitsemisen helpottamiseksi, voidaan hyödyntää esimerkiksi erilaisia graafi-
sia esitystapoja. Tulokset voidaan esimerkiksi jakaa taulukkoon aika- sekä ABC-luoki-
tuksen perusteella (Kuva 1). Vaakarivillä aikaluokat 1–6 ja pystyrivillä N-, A-, B-, C-, 
X-luokitus.   
Nimikkeet asetellaan taulukkoon siten, että samaan kenttään kuuluvien nimikkeiden 
määrä sekä niiden varastoarvo lasketaan yhteen, jonka jälkeen arvot merkitään kent-
tään. Esimerkiksi A-1 luokkaan kuuluvat ne nimikkeet, joiden aikaluokka on 1 ja ABC-
luokitus A. Summa-kenttiin merkitään jokaisen vaaka- ja pystyrivin yhteenlaskettu nimik-
keiden määrä sekä varastoarvo. N- ja X-nimikkeillä ei ole aikaluokitusta, joten näihin 
ryhmiin kuuluvat nimikkeet merkitään yksinkertaisesti viimeiselle rivin kolumnille, jotta 
myös näiden ryhmien osuudet ovat esillä.  
Kenttiä merkitään eri värein erottelemaan kenttien eri merkityksiä. Punaisella merkitty 
kolumni osoittaa nimikkeet, joiden varastossaoloaika on liian lyhyt ja nimikkeet saattavat 
helposti loppua. Yrityksen tulisikin siksi pitää huolta siitä, että näiden nimikkeiden kierto-
luku on korkea ja niitä on nopeasti saatavilla. Vastaavasti keltaisella merkityt kentät 
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esittävät nimikkeet, joiden varastossaoloaika on liian pitkä. Tämä tarkoittaa sitä, että va-
rastoon on todennäköisesti sitoutunut liikaa pääomaa kenttään kuuluvien nimikkeiden 
kohdalla. Vihreillä merkityt kentät osoittavat optimaalisen tilanteen, jossa nimikkeitä on 
aina saatavilla ja niiden kiertoluku on tarpeeksi korkea.  
 
 
Kuva 1. Analyysin tuloksien esittäminen taulukon avulla. 
 
Toinen tapa havainnollistaa analyysin tuloksia, on sijoittaa ne kuvaajaan, joka sisältää 
tuotteita (nimikkeitä) ja myyntiä (kulutusta) vastaavat akselit (Kuva 2). Esimerkin mukai-
sesta kuvaajasta huomataan, että A-ryhmään kuuluvat nimikkeet muodostavat 20 % ni-
mikkeiden määrästä ja niiden osuus kulutuksesta on noin 80 %. On huomattava kuiten-
kin, että tämä kuvaa optimaalitilannetta 80/15/5 parametreilla. Kuvaajasta voidaan ha-








Tässä luvussa käydään läpi ohjelmiston vaatimukset ja tavoitteet, toteutusvaiheet sekä 
testaus. Vaatimusmäärittelyssä esitetään ohjelmistoon vaaditut ominaisuudet, laatuvaa-
timukset sekä käyttötapaukset käyttäjän kannalta. Tämän jälkeen siirrytään ohjelmiston 
toteutukseen ja tarvittaviin teknologioihin. Toteutuksessa esitellään tietokannan, rajapin-
nan ja käyttöliittymän toteutusvaiheet ja niihin vaaditut teknologiat. Lopuksi ohjelmisto 
testataan ja käydään läpi ohjelmiston toimivuus peilaten käyttöä vaatimusmäärittelyyn.  
3.1 Vaatimusmäärittely 
Konseptitodistuksen kannalta työn oleellisin osuus on todistaa N-ABC-X analysointi 
mahdolliseksi web-sovelluksessa. Varaston nimikkeiden analysointi tulee olla todenmu-
kaista sekä luotettavaa ja tuloksien tarkastelu käyttöliittymän kautta yksinkertaista. Valit-
tujen teknologioiden tulee vastata ohjelmiston vaatimaa suorituskykyä sekä käytettä-
vyyttä. Ohjelmistossa tulee lisäksi huomioida skaalautuvuusmahdollisuudet käyttäjähal-
linnan sekä mahdollisten lisäominaisuuksien lisäämiseksi.  
Käyttäjän varastonhallintajärjestelmästä kerätty data voidaan tallentaa sovelluksen tie-
tokantaan ilman integrointia muuhun järjestelmään. Data voidaan siirtää esimerkiksi 
CSV-tiedostojen avulla. Integrointi käyttäjän järjestelmään voidaan tarvittaessa toteuttaa 
nopeampaa säännöllistä analysointia varten.  
Käyttäjä voi asettaa parametrit analysointia varten käyttöliittymän kautta. Analysoinnin 
parametreiksi käyttäjä voi asettaa abc-luokituksen, aikaluokat päivissä, päivämäärän, 
joka määrittelee uudet nimikkeet sekä kulutuksen, joka määrittelee käyttämättömät ni-
mikkeet. Analysointi voidaan suorittaa annetuilla parametreilla ja parametreja voidaan 
muokata tarpeen mukaan. Kun parametreja on muokattu, käyttäjä voi suorittaa analy-
soinnin uudelleen, jolloin tulokset päivittyvät nappia painamalla.  
Käyttäjä voi tarkastella analyysin tuloksia web-käyttöliittymän kautta. Tulokset esitellään 
kuvan 1. mukaisessa taulukossa, joka on jaettu N-, A-, B-, C-, X-riveihin ja aikaluokkia 
1–6 kuvaaviin kolumneihin. Jokaisen rivin ja kolumnin varastoarvon sekä nimikkeiden 
yhteenlaskettu summa tulee olla näkyvillä. Taulukon tyylin tulee olla selkeä ja helposti 
ymmärrettävä.  
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Kommunikaatio ohjelman eri osien välillä tulee tapahtua kuvan 3. sekvenssikaavion mu-
kaisesti. Kommunikaatio alkaa käyttöliittymätasolta, kun käyttäjä avaa web-sovelluksen 
selaimestaan. Käyttäjä asettaa analysointia varten tarvittavat parametrit, jonka jälkeen 
käyttöliittymä tekee pyynnön rajapinnalle analysoinnin suorittamiseksi. Ennen analysoin-
nin aloittamista rajapinta hakee tarvittavan datan tietokannasta. Tämän jälkeen analy-
sointi suoritetaan edellisen kappaleen askeleiden mukaisesti. Lopuksi tulokset palaute-
taan rajapinnalta käyttöliittymälle ja ne asetellaan tarkasteltavaksi käyttäjälle.  
 
 
Kuva 3. Ohjelman datan liikkuminen sekvenssikaaviossa.  
 
3.2 Tietokanta 
Ohjelmiston tietokannan hallintajärjestelmäksi valikoitui avoimen lähdekoodin Post-
greSQL, joka soveltuu monimutkaisten kyselyiden suorittamiseen relaatiotietokannoissa. 
Skaalautuvuutensa vuoksi se sopii hyvin opinnäytetyössä tehtävään konseptitodistus-
malliin (PostgreSQL 2020). Testausta ja kehitystä varten luotiin PostgreSQL-tietokanta 
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Amazon Web Service -palvelun RDS-konsolista AWS-dokumentaation mukaan (Create 
an RDS DB Instance - Amazon Relational Database Service 2020).  
3.3 Rajapinta 
Django on Python-ohjelmointikieltä hyödyntävä web-ohjelmistokehys, jonka avulla voi-
daan luoda sekä rajapintoja, full stack -sovelluksia, että tavallisia nettisivuja. Django 
koostuu useammasta tasosta mukaan lukien ”models”, ”templates” ja ”views”. Modelsien 
avulla voidaan manipuloida ja muokata datamalleja. Templates-toiminnolla voidaan 
luoda käyttöliittymiä ja views mahdollistaa käyttäjän pyyntöjen ja vastausten logiikan luo-
misen (Django documentation 2020).  Koska tarkoituksena on kuitenkin rakentaa erilli-
nen käyttöliittymä, rajapinnassa hyödynnetään ainoastaan models kerrosta yhdessä 
GraphQL-teknologian kanssa. Rajapinta on yhteydessä PostgreSQL-tietokantaan 
psycopg2 kirjaston avulla (Kuva 4) 
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Kuva 4. Rajapinnan kaavio 
3.3.1 Django-projektin alustus 
Rajapinnan toteutus alkoi luomalla Django-projekti komennolla: django-admin.py 
startproject nabcx ja asentamalla siihen tarvittavat kirjastot. Koska rajapinta hyö-
dyntää GraphQL-teknologiaa, projektiin asennettiin graphene-django-ohjelmistokehys. 
Asentamalla lisäksi psycopg2-kirjasto sovellus voitiin liittää PostgreSQL-tietokantaan. 
Tämän jälkeen projektiin luotiin Django app suorittamalla django-admin startapp 
analysis komento, jossa analysis kuvaa Django appin nimeä. Lopuksi luotu ”app” li-
sättiin nabcx projektin settings.py tiedoston installed apps osioon.  
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3.3.2 Django models 
Sovelluksen tietokanta rakentuu kahdesta taulusta: Items ja Inventory. Analyysin kan-
nalta Inventory pitää sisällään nimikkeiden oleellisimmat luvut, kuten varastoarvon, kes-
kimääräisen kappalemäärän, kulutuksen kappaleina, kulutuksen euroina sekä varmuus-
varaston vastaavat tiedot.  
Jotta käyttöliittymästä saadaan dynaamisempi ja helppolukuisempi tarvitaan nimikkeistä 
lisätietoja, joita voidaan hyödyntää tulosten suodatuksessa ja tarkastelussa. Items pitää 
sisällään nimikkeiden lisätietoja kuten esimerkiksi selkokielinen nimi, nimikkeen toimit-
taja, varmuusvaraston kappalemäärä ja toimitusaika.  
Tietokannan taulut muodostettiin Django modelsien avulla. Model eli malli on tietoa ha-
vainnollistava yksikkö, joka kuvaa datan ominaisuuksia ja niiden käyttäytymistä. Ohjel-
mistoa varten toteutettavat taulut Items ja Inventoryt muodostavat kumpikin oman mal-
linsa Python-luokan avulla. Models.py-tiedosto sijaitsee projektin analyysiapplikaation 
kansiossa. Luokat nimetään taulujen mukaisesti. Items taulu merkitään mallien luokkana 
nimellä Item ja Inventory vastaavasti Inventory. Tavallisesti luokat merkitään yksikkö-
muodossa eikä niissä käytetä monikkomuotoja. Näihin luokkiin merkitään attribuutit, 
jotka kuvaavat taulun eri kenttiä. Inventory ja Item liittyvät toisiinsa One to One -relaatiolla 
ItemID:n kautta, joka on nimikkeen uniikki tunniste. Tämä tarkoittaa sitä, että jokaista 
Inventory riviä tietokannassa vastaan on yksi Item rivi. Kun model-luokat oli muodostettu, 
ne ajettiin tietokantaan komennoilla python manage.py makemigrations ja pyt-
hon manage.py migrate. Tätä ennen oli kuitenkin yhdistettävä projekti AWS RDS -
tietokantaan settings.py-tiedoston database-parametreilla. Django pitää automaattisesti 
kirjaa tietokantaan tehdyistä migraatioista ja migraatiotiedostot luodaan automaattisesti 
migrations-kansion alle. (Django documentation 2020.)   
3.3.3 Testidatan luominen 
Tietokantaan generoitiin satunnaistestidataa python skriptillä Faker-kirjaston avulla. Ra-
japinnassa on valmis yhteys tietokantaan, joten testidatan luominen oli helpointa toteut-
taa rajapinnan projektikansiossa. Asettamalla skriptin ympäristöksi Django-projektin ase-
tukset rivillä os.environ.setdefault('DJANGO_SETTINGS_MODULE', 'nabcx.settings'), 
päästiin käsiksi edellisessä kappaleessa luotuihin Inventory- ja Item-malleihin. Malleja 
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hyödyntämällä tietokantaan voitiin lisätä rivejä Djangon objects.create-funktiolla. Vaihto-
ehtoisesti rivit voidaan myös kirjoittaa ensin CSV-tiedostoihin ja siirtää niiden avulla tie-
tokantaan. Inventory tauluun lisättiin 10 000 riviä erilaisia nimikkeitä ja jokaiselle luotiin 
vastaavat lisätiedot Item tauluun. Faker-kirjasto tarjoaa useita erilaisia satunnaisfunkti-
oita sekä generoituja yritysten ja ihmisten nimiä. Luomalla Fakerin avulla satunnaista 
varaston dataa, ohjelmistoa voitiin kehittää ja testata käytännössä. (Faker 2020.) 
3.3.4 GraphQL-toiminnallisuus  
GraphQL on avoimen lähdekoodin kyselykieli, jolla voidaan sekä lisätä, päivittää, pois-
taa, että hakea dataa. GraphQL-kieltä hyödyntävä rajapinta tottelee kolmea komentoa: 
Query, Mutation ja Subscription. Queryn avulla dataa haetaan, Mutationin avulla sitä 
muokataan ja Subscription tarjoaa reaaliajan socket-yhteyden rajapintaan.  
Toisin kuin perinteinen REST-rajapinta, GraphQL-rajapinta sisältää ainoastaan yhden 
osoitteen, johon kaikki kyselyt ohjataan. Tavallisesti tämä osoite on <domain/ip-
osoite>/graphql (Graphene-Python 2020). Ohjelmistossa on tarkoitus ainoastaan hakea 
ja analysoida dataa, joten GraphQL-toiminnallisuus rajoittuu Query-ominaisuuteen, eikä 
Mutationille tai Subscriptionille ole tarvetta.  
Schema.py 
GraphQL-toiminnallisuutta varten projektin alussa luotuun analyysiapplikaatioon lisättiin 
schema.py tiedosto, johon määriteltiin rajapinnan eri toiminnallisuudet ja käytössä olevat 
datatyypit.   GraphQL-datatyypit eli graph-rakenteet voivat hyödyntää Django Model-mal-
leja tai erillistä graphene ObjectType -tyyppiä kuten ohjelman 1. mukainen TableType-
luokka. 
ItemType hyödyntää Item Model -luokkaa eikä siihen tarvita ylimääräisiä kenttiä. Inven-
tory Model -tyypin lisäksi tarvitaan erikseen laskettavat abc-luokka, daysOnHand (varas-
tossaoloaika) ja dohCat (aikaluokka) kentät, jotka lisätään nimikkeisiin analysointiosi-
ossa. Jokaiselle kentälle määriteltiin niitä vastaavat datatyypit, jotka voidaan poimia suo-
raan graphene kirjastosta.  
TableType pitää sisällään taulukkomallin, johon lasketaan käyttöliittymässä näytettävän 
taulukon arvot. Query-luokan alle kootaan kaikki ohjelmistoa varten tarvittavat kyselyt, 
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eli tässä tapauksessa datan analysointia varten luotava funktio. Lopuksi Query lisätään 
graphene schema -objektin sisään. Schema-objektin parametreina ovat objektityyppi eli 
query ja sitä vastaava operaatio. (Graphene-Python 2020.)  
Ohjelma 1. GraphQL skeemat.  
from graphene import ObjectType, String, Schema, List 
from .models import Item, Inventory 
from graphene_django.types import DjangoObjectType 
import graphene 
from datetime import datetime 
 
class ItemType(DjangoObjectType): 
 class Meta: 
  mode = Item 
 
class TableType(graphene.ObjectType): 
 col = graphene.Int() 
 dates = graphene.String() 
 stockValue = graphene.Int() 
 consPcs = graphene.Int() 
 invenValue = graphene.Int() 
 
class InventoryType(DjangoObjectType): 
 abc = graphene.String() 
 daysOnHand = graphene.Int() 
 dohCat = graphene.Int() 
  
 class Meta: 
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Rajapintakyselyn parametrit ja analyysin suorittaminen 
Analyysi suoritetaan käyttäjän asettamien parametrien mukaisesti luomalla Query luok-
kaan uusi funktio nimellä ”resolve_table”. Kun GraphQL schema vastaanottaa kyselyn, 
se ohjaa sen vastaavalle resolve funktiolle. Resolve-funktio nimensä mukaisesti selvittää 
kyselyn ja palauttaa pyydetyt arvot takaisin JSON-objektina. Resolve-funktiot tulee ni-
metä aloittamalla funktio resolve-sanalla. Resolve-funktio ottaa parametreikseen kolme 
arvoa: root, info ja kwargs** (Ohjelma 1). Root-parametri on Query-luokasta poimittu re-
solve-funktiota vastaava kenttä.  Tässä tapauksessa kenttä on siis nimetty resolve-funk-
tiota kuvaavalla nimellä ”table”. Table kenttä on listamuotoinen datatyyppi, joka määrit-
telee graph-kyselyn, joka rajapintaan on mahdollista tehdä. Se sisältää TableType-luo-
kan ja kyselyä varten vaadittavat käyttäjäkohtaiset parametrit.  
Infoparametri sisältää rajapintaan tehdyn kyselyn metatietoja. Viimeinen kwargs**-para-
metri on valinnainen arvo, josta voidaan poimia kyselyyn syötetyt argumentit.  
Ohjelma 2. GraphQL Query resolver 
class Query(ObjectType): 
 matrix = graphene.List(TableType) 





 def resolve_table(root, info, **kwargs): 
  return table 
 
GraphQL-rajapinta vastaanottaa päivämäärän, vähimmäiskulutusmäärän sekä aika- ja 
abc-luokituksien raja-arvot listana. Kyselyyn syötetyt parametrit saadaan poimittua re-
solve_table-funktion **kwargs-argumentista get-komennolla. Esimerkiksi päivämääräpa-
rametri saadaan kirjoittamalla datebefore = kwargs.get(’datebefore’). (Graphene-Python, 
2020.) 
Ennen kuin nimikkeitä käydään läpi, alustetaan käyttöliittymälle palautettava Python-tau-
lukko. Taulukkoon on tarkoitus laskea N-ABC-X-rivien ja aikaluokka 1-6 kolumnien arvot.   
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Aluksi tietokannan tiedoista lasketaan N- ja X-nimikkeiden määrä ja niiden arvo. Luvut 
lisätään alustetun Python-taulukon kenttiin. Näille nimikkeille ei lasketa aikaluokitusta tai 
kiertolukuja, joten jokaista nimikettä ei tarvitse käydä erikseen läpi vaan arvot voidaan 
laskea suoraan PostgreSQL-aggregaattifunktioilla.  
Tietokantakysely tehdään Inventory.objects.all()-komennolla. Koska Inventory on liitetty 
Item tauluun One to One -relaation avulla, tietokannasta palautettu Django Queryset si-
sältää lisäksi Item-taulun nimikkeiden vastaavat rivit.  
Rajapintakyselyyn syötetyn päivämäärän ja vähimmäiskulutusmäärän avulla suodate-
taan ulos kaikki N-nimikkeet, joiden luontipäivämäärä on annetun parametrin jälkeen ja 
X-nimikkeet, joiden kulutus ei ylitä annettua parametria. Suodatus tapahtuu Djangon fil-
ter-funktion avulla, joka voidaan kätevästi lisätä objects.all()-komennon perään.  
Tämän jälkeen nimikkeet järjestetään suuruusjärjestykseen laskevasti kulutuksen mu-
kaan order_by-funktiolla. Seuraavaksi järjestetyille nimikkeille lisätään varastossaolo-
aika, abc- ja aikaluokitus edellisen kappaleen laskennan toteutuksen mukaan käymällä 
läpi jokainen nimike for-silmukan avulla. Lasketut arvot lisätään jokaiselle nimikkeelle 
InventoryType-luokan abc-, daysOnHand- ja dohCat-attribuutteihin (Kuva 4). Lasketun 
ABC-luokan sekä aikaluokan perusteella python taulukon kenttään summataan nimik-
keen varastoarvo ja lisäksi kentän nimikkeiden määrää lisätään yhdellä. Lopuksi tau-
lukko palautetaan funktiosta käyttöliittymälle JSON-muodossa. 
3.4 Käyttöliittymä 
React on avoimen lähdekoodin Javascript-kirjasto, jossa käytetään JSX-syntaksia perin-
teisen Javascriptin ja HTML:n yhdistelmän sijaan. JSX-syntaksi käännetään Babel-nimi-
sellä kääntäjällä (engl. Compiler) automaattisesti Javascriptiksi, jotta verkkoselain pystyy 
ymmärtämään kirjoitettua koodia. React perustuu komponenttipohjaiseen arkkitehtuu-
riin, jonka ideana on jakaa sovelluksen eri toimintoja pienempiin osiin eli komponenttei-
hin (Thinking in React – React 2020). Komponentin muuttujille voidaan määrittää tiloja 
(engl. State) ja muuttujan tila voidaan määrittää uudelleen setState()-hook-funktiolla. Ti-
lamuunnoksen tapahtuessa sovelluksessa React renderöi VirtualDOM:in avulla uudes-
taan ainoastaan sen elementin, jonka tila muuttui komponentin sisällä.  
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3.4.1 Käyttöliittymän rakenne 
Sovelluksen käyttöliittymän rakentamiseen päätettiin valita Reactille yhteensopiva Mate-
rial-UI-komponenttikirjasto, joka perustuu Googlen kehittämään Material Design -muoto-
kieleen. Material-UI-kirjasto tarjoaa valmiit komponentit, joita on helppo muokata ja so-
veltaa sovelluksen käyttötarpeisiin sopiviksi. Lisäksi projektiin asennetaan styled-com-
ponents-kirjasto, joka mahdollistaa tyylitettyjen komponenttien rakentamisen sekä Mate-
rial-UI-komponenttien muokkaamisen suoraan Javascript tiedostoon ilman erillisiä CSS-
tyylitiedostoja. 
Sovelluksen käyttöliittymän rakentaminen alkaa terminaalikomennolla: npx create-
react-app n-abc-x, joka alustaa sovellukselle valmiin tiedostorakenteen, asentaa 
siihen Reactin toimivuudelle välttämättömät riippuvuudet sekä nimeää projektin nimellä: 
n-abc-x. Tiedostorakenteesta löytyy valmiina src-niminen kansio, joka toimii projektin 
lähdekooditiedostojen juurena. Reactilla ei ole kirjoitettua sääntöä src-kansion tiedosto-
rakenteen luomiseen, mutta yleisimmät tavat lajitella komponentit omiin kansioihinsa on 
komponentin ominaisuuden tai tyypin perusteella (File Structure – React 2020). Tässä 
projektissa komponentit lajitellaan komponentin tyypin perusteella ja niille luodaan kan-
sio nimeltään components. Src-kansiosta löytyy valmiiksi projektille välttämättömät tie-
dostot: App.js ja index.js. App.js on niin sanottu pääkomponentti, johon sovellus rakentuu 
pienemmistä React-komponenteista. Index.js tiedosto taas sisältää ReactDOM:sta lai-
natun render-metodin, joka renderöi App.js pääkomponentin sovelluksen root -element-
tiin, joka taas sijaitsee public-kansion public.html -tiedostossa. 
Ensimmäinen analyysiä varten luoduista komponenteista on nimeltään DataIn-
putDialog.js, joka sisältää kaikki analyysin tekstikentät eli syötteet. DataInputDialog-kom-
ponentti on dialogi-ikkuna, joka avautuu ”Avaa lomake” -painikkeesta ja se sisältää yh-
teensä yhdeksän Material-UI-kirjastosta lainattua tekstikenttää, joista yksi on tyypiltään 
päivämääräkenttä ja loput kahdeksan kokonaislukukenttiä. Tekstikenttien arvot tallenne-
taan inputValue-nimiseen tilamuuttujaan, joka on tyypiltään objekti. 
Sovelluksen toinen suurempi komponentti on taulukkokomponentti nimeltään Data-
Table.js. Taulukko koostuu kolumneista, joista luodaan pienemmät komponentit nimel-
tään DataCell.js ja TotalSumCell.js. DataCell.js-komponenttiin syötetään analyysistä 
saadut arvot invenValue ja consPcs, jotka vastaavat varaston arvoa ja nimikkeen kulu-
tusmäärää kyseisessä luokassa. DataCell.js-komponenttiin määritellään myös 
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taustaväri, joka lasketaan kolumnin taulukossa sijaitsevan paikan perusteella. TotalSu-
mCell.js-komponentissa lasketaan jokaisen vaaka- ja pystysuuntaisen taulukon rivin ko-
lumnien varastonarvon ja nimikkeen kulutusmäärän yhteissumma. 
3.4.2 GraphQL Query 
Jotta käyttöliittymästä voidaan tehdä kyselyitä (engl. Query) sovelluksen rajapintaan, 
vaaditaan siihen Reactin kanssa yhteensopiva GraphQL-asiakas (engl. Client). Tässä 
projektissa GraphQL-asiakkaana käytettiin Apollo Clientia ja sen asentaminen projektiin 
tapahtui terminaalikomenolla: npm install @apollo/client graphql. 
Aluksi index.js-tiedostoon luotiin client-objekti, jonka avulla muodostetaan yhteys sovel-
luksen rajapintaan. Client-objekti kiedotaan App-komponentin ympärille ApolloProvider-
komponentin avulla, jolloin client-objekti on App-komponentin kaikkien lapsikomponent-
tien (engl. Child components) käytettävissä. 
GraphQL Query eli kysely tehdään tyypillisesti siitä komponetista, jossa kyselyn palaut-
tamaa dataa halutaan käyttää. Tässä tapauksessa kysely muodostettiin DataTable-kom-
ponentissa. Kyselyn rakentaminen aloitettiin luomalla GET_TABLE_DATA-niminen gql-
funktio, joka tuodaan @apollo/client -kirjastosta. Kysely itsessään rakentuu gql-funktion 
sisälle merkkijonona ja se vastaanottaa resolverissa ennalta määritellyt parametrit. 
Koska kyselyn parametrit ovat dynaamisia muuttujia, kyselylle on annettava sitä kuvaava 
nimi ja muuttujien: datebefore, conspcs, abc ja dohcat, datatyyppi täytyy myös määritellä 
kyselyyn GraphQL-muuttujien avulla. Ennalta määritellyillä muuttujien datatyypeillä voi-
daan varmistaa, että kysely toteutuu, mikäli syötteisiin annettujen parametrien datatyypit 
vastaavat kyselyn muuttujien datatyyppiä. Datatyyppien ollessa virheellisiä, kyselyä ei 
suoriteta ja ohjelma antaa konsoliin virheilmoituksen. 
Kyselyn nimeämisen ja GraphQL-muuttujien datatyyppien määrittelyn jälkeen valitaan 
kenttä, josta dataa halutaan palauttaa. Tässä kyselyssä dataa palautetaan table-ken-
tästä ja parametreiksi kentälle syötetään kyselyn alussa määritellyt dynaamiset muuttu-
jat. Lopuksi määritellään kentät consPcs, invenValue ja col, jotka halutaan palauttaa ky-
selyn vastauksena. 
Ohjelma 3. GET_TABLE_DATA -gql-funktio 
const GET_TABLE_DATA = gql` 
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  query GetTableData( 
    $dateBefore: String! 
    $conspcs: Int! 
    $abc: [Int]! 
    $dohcat: [Int]! 
  ) { 
    table( 
      datebefore: $dateBefore 
      conspcs: $conspcs 
      abc: $abc 
      dohcat: $dohcat 
    ) { 
      consPcs 
      invenValue 
      col 
    } 
  } 
`; 
 
Kysely suorittamiseen käytetään useLazyQuery-hook-funktiota, joka tuodaan ohjelmaan 
@apollo/client -kirjastosta. Tavalliseen useQuery-hook-funktioon verrattuna useLazy-
Query-funktio mahdollistaa kyselyn suorittamisen kyseistä funktiota erikseen kutsutta-
essa, kun taas useQuery-funktio suoriutuu välittömästi komponentin renderöityessä. 
UseLazyQuery-funktiosta destrukturoidaan (engl. Destructuring) funktio analyzeData 
sekä objektit: loading, error ja data. AnalyzeData-funktiolle syötetään variables-objekti, 
joka sisältää DataInputs.js-komponentin tekstikentistä poimitut tilamuuttujat. Lopuksi 
analyzeData-funktiosta muodostetaan getTableData-niminen funktio, joka sijoitetaan 
analysointi painikkeen onClick-tapahtumakäsittelijään. Analysointi painiketta painetta-
essa kysely suoriutuu, mikäli kaikki tekstikentät ovat täytetty ja annetut parametrit ovat 
oikeaa datatyyppiä. 
Ohjelma 4. useLazyQuery-hook-funktio 
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const [analyzeData, {loading, error, data }] = use-
LazyQuery(GET_TABLE_DATA); 
3.4.3 Tulosten esittäminen 
Kysely palauttaa vastauksen data-objektissa, joka vastaa rakenteeltaan kyselyyn syötet-
tyä table-kenttää. Mikäli data-objekti on tyhjä eli null tai määrittelemätön (engl. Undefi-
ned), taulukon tilalle renderöityy teksti ”No data available”. Loading-tilamuuttujan ollessa 
tosi, taulukon tilalla näkyy latausindikaattori ja teksti ”Loading”.  Data-objektin table-tau-
lukko sisältää viisi alkiota, jotka ovat indeksiluvun osoittamassa järjestyksessä olevat ku-
lutusluokat N, A, B, C, X. Kulutusluokat sisältävät kyselyssä kysyttyjen aikaluokkien arvot 
muuttujille: invenValue, consPcs ja col. Table-taulukon alkioista luodaan muuttujat: 
classN, classA, classB, classC ja classX, joista muodostetaan iteroimalla Data-
Table-komponentin taulukon rivit. Yksi taulukon rivi sisältää kuusi aikaluokan kolumnia 
ja yksi kolumni sisältää kaksi arvoa jotka ovat varaston arvo (invenValue) sekä nimikkei-
den määrä (consPcs). Taulukkoon lisätään myös kolumnit kulutus- ja aikaluokkien yh-
teenlasketuille arvoille, joiden summat lasketaan taulukon X- sekä Y-akselilta. 
 
 
Kuva 5. Web-sovelluksen käyttöliittymä 
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3.5 Testaus 
Ohjelmiston testausvaiheessa käytettiin rajapinnan rakentamisvaiheessa Faker-kirjas-
ton avulla luotua testidataa. Data siirrettiin testausta varten kertaalleen tietokantaan 
CSV-tiedostoilla pgAdmin PostgreSQL -asiakasohjelman avulla käyttämättä Django-oh-
jelmistokehyksen funktioita.  
Kokeellinen testaus aloitettiin ensin painamalla ”Avaa lomake” -painiketta. Ruudulle 
avautuu dialogi-ikkuna, joka sisältää annettavien parametrien tekstikentät. Analyysin pa-
rametrien arvot syötettiin niille osoitettuihin tekstikenttiin. Tämän jälkeen käyttäjän pai-
naessa ”Analysoi” -painiketta laskentapyyntö lähetettiin käyttöliittymältä rajapinnalle. Täl-
löin käyttöliittymässä näkyi latausindikaattori ja teksti ”Loading”. Kun analysointi oli val-
mis, tulokset täydentyivät taulukon kenttiin sisältäen nimikkeiden määrät sekä niiden va-
rastoarvot. Rivit olivat vaatimuksien mukaisesti jaoteltu NABCX-kulutusluokkiin, joista 
ABC-nimikkeet lisäksi aikaluokkiin 1–6 erillisille kolumneille. Summakentät näyttivät kun-
kin rivin yhteenlasketun nimikkeiden määrän sekä varastoarvon. Uudelleen analysointia 
testattiin muokkaamalla kaikkia parametreja ja klikkaamalla analysointipainiketta toista-
miseen. Taulukon arvot päivittyivät ja tuloksia voitiin nyt arvioida eri parametrein.  
Taulukon tyyli ja kolumnien värit vastasivat alun perin suunniteltua tulosten muotoilua ja 
käyttöliittymä oli käyttäjälle helposti ymmärrettävä.  
Tulosten oikeellisuutta varmistettiin laskemalla taulukon arvoja manuaalisesti käsin käy-
mällä jokainen laskentavaihe erikseen läpi. Usean perättäisen ohjelmallisesti suoritetun 
analyysin nopeuden vaihteluväliksi havaittiin 1–3 sekuntia tietokannan kymmenellä tu-
hannella nimikkeellä.  Verrattuna analyysin laskentaan käsin ero oli huomattava. Vaikka 
analysoitavia nimikkeitä olisikin vielä tuhansia enemmän, koodin suoritusteho riittäisi 
analyysin suorittamiseen riittävässä ajassa. Lisäämällä palvelimen suorituskykyä ja op-
timoimalla koodia, voidaan nopeutta kuitenkin vieläkin parantaa. Tärkeä huomio on 
myös, että laskettaessa analyysi ohjelmallisesti, vältytään mahdollisilta laskentavirheiltä.  
Ohjelmiston toteutukseen valitut teknologiat soveltuvat työhön hyvin skaalautuvuusmah-
dollisuuksiensa vuoksi. Django-ohjelmistokehys tarjoaa valmiit työkalut käyttäjähallinnan 
rakentamiseksi ja tietokannan muokkaaminen onnistuu migraatioiden avulla. GraphQL-
toiminnallisuuden ansiosta rajapinnan eri osoitteiden ja funktioiden hallinta pysyy ka-
sassa, vaikka ohjelmistoon lisättäisiin vielä lisää ominaisuuksia. React on avoimen 
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lähdekoodin kirjasto ja sen kehittäjäyhteisö on erittäin laaja, jolloin se mahdollistaa no-






Opinnäytetyön tavoitteena oli todistaa N-ABC-X-analyysisovellus toteutuskelpoiseksi 
ideaksi ja tuotteeksi ohjelmistokehitystä tarjoavalle yritykselle.  N-ABC-X-analyysi on va-
raston nimikkeisiin käytettävä jaottelutapa, jonka avulla yritykset voivat muokata paino-
tettuja ostokäytäntöjään tehokkaammiksi, siten että nimikkeiden kierto on optimaalisella 
tasolla. 
Opinnäytetyön tuloksena saatiin konseptitodistusratkaisu varastoa analysoivasta ohjel-
mistosta. Käytetyt työkalut ja teknologiat sopivat sovelluksen rakentamiseen erinomai-
sesti, ja ne tarjoavat jatkoa varten myös runsaasti skaalautuvuusmahdollisuuksia.  
Ohjelmiston avulla säännöllinen varaston nimikkeiden lajittelu ja sen perusteella osto-
käytäntöjen optimointi onnistuu nopeasti käymättä koko ABC-analysointiprosessia ma-
nuaalisesti alusta alkaen läpi. Huomioimalla erikseen uudet sekä käyttämättömät nimik-
keet N-ABC-X-analyysin avulla ohjelmistosta saatiin skaalautuvampi ja laskennallisesti 
tarkempi. Myös käyttäjäkohtaisten parametrien asettaminen helpottaa ohjelman kusto-
mointia kunkin yrityksen tarpeisiin. Konseptitodistuksen perusteella sovelluksen kehittä-
mistöitä voidaan jatkaa viemällä se tarkempaan testaukseen käyttämällä aitoa yrityksen 
varaston dataa.  
Ohjelmiston kehityksen aikana aloitettiin jo suunnitella, miten käyttäjä voisi hyötyä va-
rastonsa analysoinnista vielä enemmän. Tätä varten pohdittiin lisäominaisuutta, jonka 
avulla käyttäjät voivat simuloida, miten varaston kierron muokkaaminen vaikuttaisi ana-
lyysin tuloksiin. Näin myös ostokäytäntöjen muokkaaminen olisi yritykselle helpompaa, 
kun niiden vaikutusta varaston kiertoon voidaan valmiiksi ennustaa. Ennen ohjelmiston 
viemistä tuotantoon ja myyntiin on kuitenkin myös oleellista kehittää sovellukselle käyt-
täjänhallinta. Jatkoa ajatellen on myös kannattavaa miettiä erilaisia integraatioratkaisuja 
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