Abstract
Introduction
The World Wide Web (WWW) has become a de facto standard for human-computer interaction and humanhuman communication. Despite the fact that the primary use of WWW has been to distribute multimedia information, a number of applications have demonstrated that it is equally feasible and effective for WWW to facilitate collaborative activities in multimedia [25, 131. However, most existing collaborative applications were not developed under the framework of WWW, and they often restrict users' ability to communicate in multimedia. The development of new applications is hindered by expensive development costs, lengthy development period, and shortage of expert knowledge and programming skills. Although there are many powerful general purpose development environments (e.g. Microsoft Visual J++ and Borland JBuilder), to develop multimedia collaborative applications with such an environment, it is still essential for a developer to have sufficient knowledge of network programming [ 
131.
The resurgence in the popularity of scripting languages such as Perl, VBScript and JavaScript further highlighted the importance of programming efficiency in the development of Intemet-based applications [ 19, lo] .
In recent years, efforts have also been made to develop special purpose development environments for collaborative applications. They include DIVE [5] , AC3D [8] , SOL [8] , JCE [l] , TANGO [3] , Eventware [12] and Hesse [18] . Many target a relatively small class of applications. All of them are in the form of software frameworks or embedded software libraries that remove programming burden only in a limited way.
The authors' work focuses on the support for engineering multimedia systems involving net-centric interaction and communication following Chang's views in [6] . Examples of such applications include web-based groupware, collaborative research and development environments, teamwork couseware and multi-user games.
Here we present a scripting language called JACIE (Javabased Authoring language for Collaborative Interactive Environments). JACIE has been designed to support rapid prototyping of network-based applications that feature both multimedia and collaboration. It facilitates the management of multimedia interaction and communication through simple communication primitives such as channels and interaction protocols, hence hiding considerable network programming. It supports net-centric collaboration through web browsers as well as stand-alone applications. It also features a template-based programming style, a single program for both client and server, and platform-independence via the target language Java. JACIE provides reduction in development costs and time.
Section 2 overviews net-centric, multimedia and collaborative applications and their system requirements. In Section 3, the design principles of JACIE and its main functional features are described. Section 4 focuses on the management of multimedia interaction and communication in JACIE. In Section 5 a typical application written in JACIE is presented. Section 6 concludes with some observations and plans for further development.
Net-centric, Multimedia and Collaborative Applications
The fundamental objective of most collaborative applications is to facilitate effective interaction and communication among users who are engaged in joint activities. The most important elements of such an application are its multimedia contents, users' interaction with computers, and their communications with other users.
The desire to support collaboration over the Intemet has led to a number of substantial projects, including DIVE [ 5 ] , COVEN [22] , Virtuosi [4] Consider three typical applications in Figure 1 . Figure I(a) shows a CACSD (Computer-Aided Control System Design) environment for designing and simulating dynamic systems [2] . Such an application may be reengineered into a net-centric application, allowing engineers in different sites to collaborate in a design process. Figure I (b) shows a commercial visualisation system, AVS. The software already supports distributed data management and visual programming provides an ideal paradigm for multi-user participation. Figure I (c) shows an online bridge game. The main difficulty involved in developing net-centric software systems for such applications is not the complexity in implementing the graphical realism, but that of multimedia interactions which cannot be adequately handled by the traditional event-driven programming.
The logic flow of the application is constructed based on the assumption that the order of events in the queue is the same as that of the user's inputs. However, this assumption is no longer valid in a net-centric environment, where events that influence a graphical display come from remote users as well as the local user. The ordering of events cannot be determined simply based on the amval time at the local event queue. Because of the concurrency present in such an environment a user may easily generate inputs that would become invalid upon their amval at a remote site. Event validation thereby becomes a critical step in processing events. Furthermore, ensuring the consistency between a local graphical display and all remote displays is not trivial.
The management of these events differs depending on individual applications. For instance, a collaborative CAD environment may divide a diagram into several access domains, each of which can be modified by only one user at a time. On the other hand, the environment has to maintain consistency among all visual displays for the diagram and its simulation results. In contrast, a teamwork environment may be designed to develop good communication skills and leadership quality of its users through collaborative activities. A collaborative visualisation environment may require the access of data distributed among different users, while allowing each user to exercise certain control over all data A network-based game is normally govemed by a set of rules, and all actions must follow a predefined order and be restricted to their corresponding access domains. To handle correctly events generated by interaction and communication, a programmer would normally have to program at the system level and deal with low level communication protocols. It is this difficulty that provides the initial motivation for the development of JACIE.
JACIE: Design Principles and Main Features

Overview
JACIE is a scripting language designed for rapid prototyping net-centric, multimedia and collaborative applications. It targets a collection of applications for which the existing programming tools would incur expensive development costs. It is a special purpose language aiming at programming efficiency. The main functional features of JACIE, which reflects its design principles, are summarised in the following two sections (see [ 161 for more detail).
Special Purpose
Typical applications These include groupware (e.g., a distributed timetabling system), courseware (in particular for teamwork) and games (e.g., board and card games) These applications commonly feature real-time collaborative activities, shared working canvas, controlled access domain and structured communication. JACIE allows such applications to be developed at'a very low development cost, within a short development period, and by possibly inexperienced programmers.
Images and carefully-selected graphics functions From
Figure 1, images and simple drawings are likely to dominate the graphics requirements of these three typical applications. JACIE assumes that the graphics in most of these applications involve mainly images and simple 2D graphics drawings, since the use of complex 3D graphics modelling in such applications would not be cost-effective. This allows JACIE to reduce the complexity of its display functions and use a set of grid-based operations to support interaction with images and graphics primitives. JACIE also supports simple display of MPEG videos.
Structured communications For the majority of applica-
tions the order of communications is critical. Different applications need different communication protocols. Some may be centrally controlled by a server or master client, while others may distribute control to clients. Some may impose strict order over communication, while others may allow arbitrary communication to take place. Protocol control is the weakness of most existing programming languages and development tools. The implementation of the protocols may be non trivial for an application involving structured communication. JACIE addresses this problem by providing a set of protocols that can be easily utilized.
Programming Efficiency
Scripting language The decision as to whether JACIE should be a scripting language or a software library was made based on the following factors:
(a) A software library will not solve entirely the problems faced by the developers. The knowledge of the programming language, where a software library would be embedded, will still hold the key to the effort and cost incurred.
scripting language involves a software library in the target language to support the compilation of common functions. It is easy for a scripting language to provide a software library as a side product, but not vice versa.
Single program for server and clients JACIE uses a single program to specify both server and client. It is the compiler's job to generate server and client programs to run on different computers.
Channels Channels specify different forms of media. The built-in channels include canvas, message, chat, voice, video and whiteboard. Providing high-level communication primitives hides from the programmer the complication in dealing with low level communication mechanism and network programming.
Interaction Protocols An interaction protocol defines the rules that govern the means of interactions between users in a collaborative environment, and is used to coordinate the input from users and the display on a channel. JACIE provides a collection of built-in protocols for managing a variety of the interactions and communications activities in collaborative applications. By associating a protocol to a group of activities programmed in JACIE, programmers no longer need to deal with the order of incoming events directly. Figure 2 . Most interaction and communication control will be in the on session components in both server and client bodies. The programming of the rest of the components is straightforward.
Interfacing with Java JACIE allows the inclusion of Java code as part of a JACIE program (Figure 2 ). This enables experienced programmers to utilize Java for the implementation of complex code segments, for example, complicated graphics or numerical computation.
JACIE: Multimedia Interactions and Communications
Built-in Multimedia Channels
We describe the six built-in channels in JACIE.
Canvas channel A shared workspace for collaborative activities allowing the display of graphics according to a pre-defined protocol. A canvas is initialised by an on canvas component. Display of images takes place within the on session component in an eventdriven manner.
Message channel Mainly used for displaying messages
from the server and other clients. Each message channel is associated with a number of attributes, such as type and length, which are declared in the messages component. In the program body of a client or a server, an event handler can be defined for any message that can be captured. The arrival of such a message will activate the event handler which allows the message to be processed in a manner specific to the application.
Chat channel Used for online text-based communications.
In implementation, a chat channel is composed of several text-based message channels, one for each client.
Voice channel Used for online voice-based communications. Voice information from different clients are combined at the server which then broadcasts to all clients. Appropriate interaction protocols may be used to provide tum control to a voice channel.
Video channel Used for online video-based communications. A voice channel is normally used in conjunction with one or more video channels.
Whiteboard channel It is used for arbitrary drawings on a dedicated canvas. Figure 3 shows a collaborative scrabble game written in JA-CIE. It consists of a canvas channel as its main game board, and a private chat channel for each group, through which players of the same group may inform each other the tiles in their hands and discuss their game strategy. Figure 4 shows examples of video and whiteboard channels.
A Study on Interactions
An interaction protocol defines the rules that govem the means of interactions among users in a collaborative environment. Based on natural interaction and collaboration techniques exercised by a human [17] , protocols for JA-CIE, are categorised into session, delivery,joor control and group management.
Session Management Session management deals with a participating user joining the active session upon established connection, continuously maintaining a session for interactive or collaborative tasks, and closing a session. Unlike the natural interaction, networkedbased collaborative applications should be able to handle multiple concurrent physically dispersed users.
Delivery Management Delivery management deals with
sending and receiving of data through message passing. This is another important consideration so as to guarantee consistency between the running processes.
Floor Control Management Floor control management
coordinates users' tum. While many collaborative application developers approach these problems by adhering to either 'token passing' (in tum, one after the other) or 'contention' (uncontrolled), the fact is that in real life there are also other floor control techniques being adopted. There are 'reservation' (a participant has to flag before being allowed to be involved in activity), 'tapping' (one participant passes the tum to anybody he/she chooses) and 'directed' (participations are being directed by a central figure) .
Group Management Group management deals with
group formation and interaction. Naturally, a group may be formed by mutual agreement among participants, random selection or some kind of order.
Built-in Interaction Protocols
There are five basic built-in interaction protocols, unstructured, contention, token-pass, reservation and centralised where we utilise the technical terms used for specifying medium access control methods in low level network communication [20] . Figure 5 shows a multimedia application written in JA-CIE, which supports teaching and leaming of network troubleshooting (NTS). Students are given the description of a problem in a set of interconnected networks, and they have to diagnose and locate the malfunctioning part collaboratively. The application uses a canvas channel for displaying a collection of interconnected networks. Each user has control of one or a few networks, and can manipulate them.
Example Application
Most of the drawings in the canvas are written with JACIE's draw image statement.
As no single user has the overall control of all networks, collaboration among users is essential for successful troubleshooting. A shared chat channel is thus implemented to facilitate the communications among users.
The NTS application employs a contention protocol for its user-user interaction protocol. Remote users can send Each program is divided into three main components, namely system configuration, client body and server body.
System Configuration
This component is used to specify the program name and some basic networking parameters. For example, the NTS application was defined with following system configuration component: 
Client Body
In a client/server environment, processes acting as clients and servers are normally distributed on different computers. The client body of a JACIE program specifies the code for a client process. All interactions between the client and the server are through message transfer by means of message identifiers declared in the system configuration component.
The 
1
With this set of statements, an initial global view is drawn onto the canvas ( Figure 5 ).
The next three constructs, on session start, on session and on session end, define the main interaction and communication activities of a client process. The on session start construct normally defines a set of initialisation operations, while on session end performs operations upon termination.
The on session construct is the main focus of a JA-CIE program, and where most user interactions and clientserver communications will take place. Interactions specified within on session normally take place on the canvas, and they are processed in an event-driven manner. The following code segment is extracted from the NTS application. . . . 1 } . . .
Server Body
The server implementation component specifies code for a server process. The function of the declaration, on session start, on session, and on session end are very similar to those in the client body. The two additional constructs, namely on server start and on server end, are used to interact with the operating system for maintaining the system status of the server. The on session start construct initialises the server process upon invocation of the server program. The server process will stay alive, waiting for the client to establish connection from then on. The on session end construct performs some housekeeping operations upon server termination.
For the NTS application, the main function of the server is to keep track of all the entities in the network. It coordinates the cause and effects from one user's action in relation to other remote users.
In this example, the problem is predefined by the programmer. However, the availability of the Intemet as the main medium enables us to maintain the simplicity of a JA-CIE program while facilitating multiple problems through a front-end page written in HTML. At the beginning, a network problem is generated using: . . . } . . . USERNUMBER is a system variable that being assigned to each user upon a connection. In this case, the room number takes the USERNUMBER value so that the first remote user gets Room 1, and so on. createproblem ( ) is a method defined in the declaration construct of server implementation. It initialises the status of all entities in the network.
The on session construct further defines the responses of the server to the messages from clients as: parses user instructions and send back the reply.
is a method that
Conclusions
We have described a novel scripting language, JACIE, that is specifically designed for developing multimedia collaborative applications. By focusing on the management of interactions and communications, JACIE offers a practical solution to the programming difficulties involved in the implementation of these applications. JACIE programmers need to script a single program for a collaborative application based on a well-defined template. Low-level networking programming and event management are hidden from the programmers. By building the main functionality of JACIE on the top of Java, we have achieved platformindependence to a certain extent. We believe that JACIE is well-suited for a wide range of collaborative applications under the framework of WWW. Further work being undertaken on JACIE focuses on the development of some practical applications of a considerable scale in JACIE, including a groupware system.
