Abstract-The integration of use case and formal specification plays an essential role in addressing the issue of gaining the rigor and reliable software model such as formal model via easy and economic model such as object model. Although extensive research has been carried out on this integration, however there is a huge challenge on bridging the gaps between natural language used in use case scenario and the mathematics model used in formal model. This is mainly because of the differences in syntax and semantic of these two models. Natural language requirement is well documented that it is being inconsistent, inherently ambiguous, and incomplete even though natural language is universal, widespread, and flexible. As a consequence, it may lead to misunderstanding and produce an incorrect and inaccurate analysis and design model. Therefore, this paper aims to propose a use case formal template and define a new set of mapping rules that is used for formalizing UML use case by transforming use case scenarios which are written in natural language into VDM++ formal specification. The formal verification for the generated VDM++ formal specification can be further conducted by adopting the existing support tool of VDM++ (i.e. VDM++ ToolBox) to verify the correctness of the specification.
INTRODUCTION
Use case diagram in Unified Modeling Language (UML) is an essential tool for capturing user requirement. This is a high level model that bridges the gap between user and developer so that they can get a common understanding of the software model [1] . However, majority of the use case specifications are described in natural language such as English as semi-formal or informal structured text. It is well documented that natural language requirement is being inconsistent, inherently ambiguous, and incomplete even though natural language has the benefits of universal, widespread, and flexible [2] . In [3] , the researchers also showed that the less accuracy in specification is main caused by the inherent ambiguity of natural language. Thus, the ambiguity and flexibility of natural language may lead to misunderstanding among developers, domain experts and end users of a system. As a result of this, it will produce incorrect and inaccurate analysis and design model and this will lead to software failures or rework cost. In particular, error cannot be accepted in critical and safety systems because any errors in those systems will involve catastrophic loss.
Besides that, software analysis model is often represented by using use case model during analysis phase, one of the early stages in Software Development Life Cycle (SDLC). All requirements should be produced in that phase as it is the most important phase in SDLC. Any error during the analysis phase will lead to the wrong analysis, design, and implementation models, which is the main reason for the software failure. Meanwhile, some critical decisions that should be done in analysis phase are also always deferred by developers until the design phase and implementation phase. As a consequence, a lot of re-design cost may be caused and the design time is lengthened.
In addition, based on Shen and Liu [4] , they stated that a lot of misunderstanding and confusion among developers and end users can be reduced through formalism of use cases in a high level and such can be very beneficial in improving software quality. In work [5] , Bakri et al. also stated that formal method is the optimum technique in error reduction especially at the earlier stages of software development. Furthermore, it is a well acknowledged fact that formal methods have been also quite successful in the area of uncovering ambiguities, incompleteness, and inconsistencies in requirements representation [6] . At the same time, by using formal specification, it can be very effective in improving system comprehensibility, reliability, and design time [7] .
To deal with the ambiguity in requirements, UML use case has to be formalized into a rigor and reliable software model such as formal specification that use mathematical notation in describing software requirement description precisely with minimum confusion and ambiguity. In this research, VDM++ (Vienna Development Method ++) formal specification is chosen to formalize UML use case because it is executable and able to support both object-oriented concept and concurrency control. VDM has also a proven track record in industrial application [8] , [9] . At this current stage, there is still a youthful and active Overture research community in supporting VDM [9] . Unfortunately, there is a formalism gap between UML use case and VDM++ due to their different syntax and semantics. This is a huge challenge to bridge the formalism gap. Hence, this work is to propose a use case formal template and define a new set of mapping rules for formalizing UML use case scenario written in natural language (i.e. English) into VDM++ formal specification. Through this formalization, a precise, complete, unambiguous, and consistent software specification is expected to be produced and such can improve the software quality, reliability, comprehensibility, and design time. Software failures or re-design costs can be also avoided.
The following sections of this paper are structured as follows: Section II presents on the review of related works; Section III presents and describe a proposed use case formal template design; Section IV presents the mapping rules for formalizing UML use case scenario written in natural language into VDM++ formal specification; and Section V is to conclude this paper.
II. RELATED WORKS
Several attempts have been made to formalize UML diagrams to various formal models such as Z, B, Petri Net, and CASL. However, there is not so much research works focusing on the formalization of UML use case to VDM++ formal specification language.
Rehab et al. [10] proposed an method for formalizing UML models into B-method using graph grammar. Bmethod is a formal specification language that based on abstract machine notation and it was originally launched by Jean-Raymond Abrial in France and the UK [11] . A meta modeling tool, AToM tool, was used by the authors in defining the meta-models for UML statechart diagram (behavioural) and class diagram (structural), which can produce a visual modeling tool for each formalism automatically. The advantages of using graph grammar by the authors in describing the transformation from statechart diagram and class diagram into B specifications is that graph grammar is formal, natural, visual, and high level formalism. The behavioral and structural concepts of UML diagrams (statechart diagram and class diagram) were formalized into B using the proposed transformation rules. Structural elements were used by the authors to produce the B data whereas the behavioral elements were used by them to produce B operations. This means that the B data and B operations in the generated B specification are represented by static elements and dynamic elements of UML diagrams respectively.
Besides that, Minhas et al. [12] proposed an idea on integrating the attributes of UML sequence diagram with one of the formal specification methods, Z notation in order to eliminate the gap between both informal and formal methods. Their research was basically focused on formalization of the components of sequence diagram into Z by defining a set of grammar rules that are semantic based solution. The authors used the component of UML sequence diagram as an input while the output is Z schema. Then, the state transition diagram was identified according to the components of input sequence diagram before defining the grammar rules. The transition table which is on the basis of grammar rules was produced and later Z schema was also generated. However, their work is limited to sequence diagram and Z formal specification.
In another research done by Rasoolzadegan and Barforoush [13] , the authors proposed an approach to the development of reliable and flexible software by integrating UML and Object-Z. Object-Z is an extension of Z for facilitating system specification in an object-oriented way [14] . The authors transformed UML class diagram into Object-Z and vice versa based on a set of bidirectional transformation rules. The initial informal bidirectional transformation rules between UML class diagram into Object-Z and vice versa were proposed by the authors in Rasoolzadegan and Barforoush [15] based on if-then model transformation rules. Later, in Rasoolzadegan and Barforoush [13] , the authors also proposed the bidirectional formal transformation rules for transforming UML class diagram and Object-Z into each other. All shared features of Object-Z specification and UML class diagram are covered in those produced rules. However, the proposed approach was applicable manually during software development [15] , [13] .
Moreover, Some [16] also formalized textual use case by proposing a formal mapping to derive a formal model, Petri Nets, from textual use case. The mapping is generated to bridge between use case written in natural language and the formal model of the behavior of the described system. The author decided to formalize textual use case into Petri Nets because of its well-defined semantics, intuitive graphical representation, and its capability in expressing synchronization and concurrency [16] . According to Some [16] , a use case description language can be defined by providing an execution semantics and a syntax. Syntax can be defined typically at two levels: (1) concrete level specifying a surface natural language notation., and (2) abstract level specifying the components and the structure of use case. The syntax of both a concrete natural language and an abstract for use cases had been defined by the author in [17] . By applying restricted natural language and a tuple structure as concrete syntax and abstract syntax respectively, the author provided an algorithm for constructing an equivalent Reactive Nets model, a variant of Petri Nets, from a use case model. The generated Reactive Nets were then taken by the author as an intermediary model for the syntesis of State Chart model. But, the author only involved the <<include>> and <<extend>> relationships of UML use case in their work without consideration of generalization relationship due to the uncertainties regarding the impact of this relationship on textual use case [16] .
In addition, Mondal et al. [7] also proposed a Common Algebraic Specification Language (CASL) based approach for formalizing UML use case diagram. In [18] , CASL is refered as an expressive specification language designed for offering a standard language for development of modular software system and the specification and replacing many existing algebraic specification languages. Z and B notation was highlighted in [7] that they cannot provide any algebraic prototyping and architectural specification, so the authors proposed CASL approach because it satisfies those criteria. Moreover, the authors also carried out a case study in their research by showing how the UML use case model can be formally specified using CASL approach based on their defined mapping.
Apart from that, in a continuos research done by Bajwa et al. [3] , [19] , [35] , they suggested to translate UML model which are written in natural language expression (e.g. English) into equivalent Object Constraint Language (OCL) statement automatically. OCL is always being used to describe UML models with the constraints and it is a formal language [20] . However, most of the software practitioners avoid to use it basically because of its unfamiliar syntax and semantics and it is also the least adopted language among UML family of languages [3] . Natural language is transformed by the authors into OCL statement via Semantic Business Vocabulary and Rules (SBVR) standard as an intermediate step for solving the existing semantical ambiguities and syntactical inconsistencies in the natural language representation. Based on Bajwa et al. [3] , they indicated that the automated model transformation can transform natural language into OCL statement in nonintrusive and seamless way. Simple, correct, and structured English was transformed successfully by the authors into OCL statement through their developed tool.
In Yue et al. [21] , [22] , [23] , [24] , the authors transformed UML use cases into analysis models by proposing a use case modeling method, Restricted Use Case Modeling (RUCM) to reduce the imprecision and imcompleteness inherent in use case specification. As presented in [22] , the proposed RUCM consists of two components: (1) a use case template and (2) a set of welldefined restriction rules or called writing guidelines, with the purpose of reducing ambiguity and facilitating automated analysis. Moreover, in their latest work in year 2015 [24] , Natural Language (NL) parser (i.e. Stanford parser) was applied in their developed tool, named as aToucan. Yet, according to them, the Stanford parser cannot always produce accurate result as it has some limitations [22] , [24] .
In work [25] , a study on integrating object-oriented model and formal specification had been carried out by Mit et al.. The authors focused on the transformation of UML class diagram (object static model) and UML activity diagram (object dynamic model) into VDM++ formal specification language. The research was motivated by the reason of lacking of clear mapping rules between object dynamic model (e.g. activity diagram) with VDM++ as they have diffrent semantic. Therefore, the authors concentrated on defining mapping rules between UML both object static and dynamic models and VDM++ formal specification based on their semantics similarity in order to integrate the object models and the formal specification. A Formal-Object tool, named as FOTool was also proposed and developed in their work for the purpose of capturing the UML software model specifications before transforming them into VDM++ formal specifications. The authors then applied VDM++ support tool (i.e. VDM++ ToolBox) to carry out the formal verification on their generated VDM++ formal specification [25] . The integration gaps or problems for above related works are shown in Table I . Only defining what instead of how to do it.
Minhas et al. [12] Integration of sequence diagram and Z schemas.
Only limited to sequence diagram and Z formal specification. Rasoolzadegan and Barforoush [13] Integration of class diagram and Object-Z based on a set of transformation rules.
No tool is developed in automating the model transformation mechanism.
Some [16] Mapping of textual use case to Reactive Nets, a variant of Petri Nets.
No generalization relationship involved in their study. Mondal et al. [7] Formalizing use case diagram with CASL based approach.
No validation in their study yet.
Bajwa et al. [3] , [19] , [35] Transformation of UML class written in natural language into OCL.
Their developed tool can only process one English sentence at a moment.
Mit and Cheah [25]
Mapping of class diagram and activity diagram with VDM++ formal specification.
Only limited to class diagram and activity diagram.
Yue et al. [21] , [22] , [23] , [24] Transforming use case into analysis model Not formal method
III. TEMPLATE DESIGN
To model the ambiguity in UML use case, a new formal architecture is proposed to formalize UML use case by transforming use case scenario which is written in natural language into VDM++ formal specification. Based on the proposed architecture in Fig. 1 , a use case formal template is suggested to guide users in writing textual use case scenario before formalizing UML use case into VDM++ formal specification. Yue et al. [23] also stated that it is a ordinary practice to structure a use case specification by using a use case template. The required information will be extracted from the structured sentence of texture use case template using natural language parser. The extracted information later will be transformed into the formal structure which is VDM++ formal specification based on some mapping rules. The prototype tool will be developed in order to support and automate the transformation process of use case template into VDM++ formal specification. The generated VDM++ is then validated and verified by using VDM++ ToolBox. Thus, this work focuses more on the use case formal template design and the new mapping rules for formalizing UML use case scenario written in English into VDM++ formal specification. The UML use case here is adhered to the latest UML version which is UML version 2.5 at this current point. There is several existing use case templates have been reviewed in this research. The templates were proposed by different authors such as Larman [26] , Cockburn [27] , Yue et al. [23] , Xu et al. [28] , Some [16] , [17] , and Georgiades and Andreou [29] . The templates are slightly different among authors. Most of the templates contain some ordinary fields, for instance, use case name, basic flow, alternative flows, and precondition. Some other fields are added to or removed from their proposed template in order to satisfy their own research purposes and different application contexts. From the review of the above existing use case templates, the template done by Yue et al. [23] is chosen and adopted in this research since this template having the typical properties of the use case that can be formalized into VDM++ formal specification. However, in this work, there will be a little variation in this proposed template design compared with the template proposed by Yue et al. [23] in order to make use case specification closer to VDM++ specification.
In use case template, some fields may have alternative names. For an example, basic flow has been named as "main success scenario", "main flow", "flow of events", etc whereas alternative flow has been also named as "extension" and "exception". Based on template in [30] , alternative flow used to describe the exceptional behavior so that the term "exception" is chosen as it clearly describes the exceptional behavior rather than the term "alternative". By using the term "exception", it can also help in reflecting the semantics similarity between use case and VDM++ formal specification as there is an exception clause in VDM++. On the other hand, the term "main success scenario" is also used to represent the basic flow in the use case template relatively for reducing ambiguity and improving the comprehensibility of use case template.
Besides that, the alternative flows in the template of Yue et al. [23] are classified into three types which are specific, bounded, and global alternative flow. In this work, specific and bounded alternative flows are combined into one type as "exception" as they refer to particular steps. Thus, there are only two types of exceptions in the proposed template of this work which are "exception" and "global exception" for reducing ambiguity and complexity. The proposed use case template is presented in Table II . At the same time, a set of restriction rules is also used for the proposed template of this work with the purpose of guiding user to produce simple, correct, and structured English sentences in use case template. The restriction rules here are adapted from Yue et al. [23] and Smialek et al. [31] , [32] . For an example, each step in main success scenario has to be written in simple sentence with the form of SVOO (subject-verb-direct objectindirect object). 
IV. MAPPING RULES
By only having the proposed use case template and its restriction rules, UML use case is still unable to be directly transformed into VDM++ formal specification due to their different syntax and semantics. In order to solve the formalism gap between UML use case and VDM++ formal specification, a set of mapping rules are required between them. Thus, a new set of mapping rules will be proposed here in order to map the use case properties into equivalent or correspondent semantics in VDM++ formal specification.
In VDM++, algorithm can be defined in both operation and function. The main difference between operation and function is the use of global and local variables. In this research, it only focuses on operation rather than function because operation in VDM++ can access and manipulate any local and global variables while function is not allowed to access global variables and define any local variables in VDM++ [33] , [34] . Some of the UML use case properties can be straight forward mapped into the properties of VDM++ formal specification language. For example, precondition and postcondition of UML use case template can be directly mapped to the precondition and postcondition of VDM++ respectively. While some other use case properties which cannot be transformed straight forward into VDM++ will be mapped according to their attribute similarity between use case properties and VDM++. It may also require augmentation or manipulation of the model properties. However, only some examples of the new set of proposed mapping rules are discussed in this paper.
A. Mapping Rules for Generating Class in VDM++
The The whole use case name is mapped to the operation name (opName) of the extended explicit operation signature in VDM++. Operation in VDM++ can be also divided into two types which are operation with arguments and operation without arguments. In usual, there is no argument detail available. So, from the brief description in the proposed UML use case template, we suggested if there is any indirect object (indObjUML) in a sentence after the preposition "with", the indirect object is proposed as an argument and then is mapped to the argument type of the extended explicit operation signature in VDM++ (argOpVDM++). If there is no any preposition "with" followed by indirect object, then there will be the operation without any arguments.
UcNameUML | OpVDM++. opName if (indObjUML <> null) then indObjUML | argOpVDM++
Meanwhile, each step of the main success scenario (mainSucSceUML) in the proposed use case template is proposed to be mapped into the operation body (opBodyVDM++) in VDM++ extended explicit operation as sub operation. The verb followed by the direct object of each step in the main success scenario (vbDobjUML) is mapped to each sub operation (subOpVDM++) in the main operation body in VDM++. The mapping rules are summarized as following: In this work, a use case formal template has been proposed for structuring the use case before it can be transformed into VDM++ formal specification. There are several existing use case templates has been reviewed in this work in order to produce a use case formal template. From the review of several existing templates done by different authors, the template developed by Yue et al. [23] is chosen as a typical template due to it consists of typical properties which can be formalized into VDM++ formal specification. Thus, the proposed template of this work is adapted from Yue et al. [23] . However, minor refinement had been done on the template in order to meet the purpose of this research.
Besides that, a set of restriction rules are produced in this work for guiding user for producing simple, correct, and structured use case before they are formalized into VDM++. In such case, use case can be easily transformed into VDM++ formal specification language. But, there is a formalism gap between UML use case and VDM++ due to their different syntax and semantic. To deal with this formalism gap, a new set of the mapping rules that enable the transformation of UML use case scenario written in natural language (i.e. English) into VDM++formal specifications is proposed and defined in this work.
Therefore, by integration of use case and VDM++ using defined mapping rules, it is believed that the formalism gap between use case and VDM++ can be eliminated. The whole formalism process later will be carried out by using the proposed template and the new set of mapping rules. Finally, the defined mapping rules will be embedded in the prototype developed in this research to proof these concepts. The generated VDM++ formal specification produced by the prototype will be validated and verified by using VDM++ Toolbox.
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