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Povzetek
Pri razvoju spletnih aplikacij pogosto uporabljamo prototipiranje. S proto-
tipi se uporabnike v razvojni proces vkljucˇi zˇe zelo zgodaj, kar ima lahko
pozitivne ucˇinke na sam proces. S pravilno interpretacijo uporabnikovih po-
vratnih informacij se lahko razvojna ekipa izogne morebitnim tezˇavam in
razvoju nepotrebnih segmentov aplikacije.Problem, ki se pogosto pojavlja v
praksi, so prevecˇ enostavni prototipi, ki tako uporabnikom kot razvijalcem ne
nudijo dovolj dobre ponazoritve koncˇne aplikacije. Eno glavnih nacˇel izdelo-
vanja prototipov je v hitri izvedbi, zato se razvijalci, vsaj v zacˇetnih verzijah,
ne odlocˇajo za izdelavo kompleksnejˇsih prototipov. Namen diplomske naloge
je predstaviti resˇitev za izdelovanje boljˇsih prototipov spletnih aplikacij tako,
da za njihovo izdelavo ni potrebno veliko cˇasa. Resˇitev je izdelana kot Ja-
vaScript modul, ki z uporabo razsˇirjenih atributov HTML elementov upra-
vlja z mehanizmi za generiranje nakljucˇnih podatkov in simulacijo zalednega
sistema. Razvijalcem omogocˇa hitrejˇso izdelavo kompleksnejˇsih prototipov,
uporabnikom pa enostavno porocˇanje napak in podajanje povratnih infor-
macij razvojni ekipi. V diplomski nalogi najprej predstavimo prototipiranje
kot primerno metodologijo razvojnega procesa za razvoj spletnih aplikacij.
Osrednji del naloge sta predstavitev resˇitve za izdelovanje boljˇsih prototipov
in testiranje resˇitve na prakticˇnem projektu. Testiranje se izvede kot primer-
java procesa razvoja dveh aplikacij, pri cˇemer smo pri eni od njih uporabili
omenjeno resˇitev. Izkazˇe se, da imajo koncepti resˇitve pozitiven ucˇinek na
razvojni proces, same funkcionalnosti pa bi lahko sˇe dodatno razsˇirili in s
tem razvijalcem sˇe bolj pomagali pri izdelavi prototipov.
Kljucˇne besede: prototipiranje, dinamicˇni prototipi, simulacija zalednega
sistema, generiranje nakljucˇnih podatkov, JavaScript.
Abstract
When developing web applications we often use prototyping. Prototyping
allows us to involve end users of an application in early stages of develop-
ment process, which can have positive effects on process itself. The correct
interpretation of user feedback can avoid potential problems during develop-
ment. The problem that often occurs in practice, are too simple prototypes
that do not provide good simulation of the final application. One of the main
principles of prototyping is rapid implementation, so developers, at least in
the initial versions do not decide to develop complex prototypes. The aim
of this diploma thesis is to present a solution to make better prototypes of
web applications, so that their development does not take much time. The
solution is implemented as a JavaScript module that uses extended attributes
of HTML elements for generating random data and simulation of backend
system. It enables developers to accelerate the development of complex pro-
totypes. The module also simplifies error reporting and giving feedback to
the development team. In the first part of the thesis, we introduce proto-
typing as an appropriate method for the development of web applications.
Next, we present the solution to make better prototypes and test the solu-
tion in practice. The test is conducted as a comparison of the development of
two applications – one with the use of the aforementioned solution, the other
without. We conclude with the presentation of the findings – namely that the
proposed solution has a positive effect on the development process. We also
present possibilities for further development that would improve prototyping
even further.
Keywords: prototyping, dynamic prototypes, backend simulation, generat-
ing random data, JavaScript.
Poglavje 1
Uvod
Prototip je poenostavljen model oziroma prezentacija izdelka, ki ga zˇelimo
izdelati. Uporablja se za testiranje konceptov in procesov. Preko prototipa
izdelek bolje spoznamo in ga zato uspesˇneje nacˇrtujemo. Je tudi izvrstno
orodje za boljˇso komunikacijo med koncˇnimi uporabniki izdelka ter razvojno
ekipo [8].
Na podrocˇju razvoja spletnih aplikacij so ti poenostavljeni modeli pogo-
sto prevecˇ enostavi. Posledica so preskromni prototipi, ki koncˇni izdelek ne
simulirajo dovolj dobro. Podatki, nad katerimi operirajo, so pogosto pre-
splosˇni ali pa jih je premalo. Uporabniki se tako ne morejo vzˇiveti v realno
situacijo uporabe koncˇne aplikacije, zato so velikokrat njihove povratne in-
formacije preskope za optimalen razvoj[11]. Z operativno verzijo aplikacije
se uporabniki srecˇajo sˇele v kasnejˇsih fazah razvojnega procesa. V primeru
vecˇjih tezˇav ali pomankljivosti je lahko sanacija le-teh draga in pogosto po-
meni podaljˇsanje izdelave projekta[5, 3].
Cilj te diplomske naloge je poiskati resˇitev, da bi se omenjenim situaci-
jam izognili brez povecˇevanja strosˇka izdelave prototipov. Predstavil bom
resˇitev, s katero lahko nadgradimo staticˇne prototipe in tako bolj realno
simuliramo koncˇni produkt. Prototipe napolnimo s testnimi ali nakljucˇno
generiranimi podatki ter simuliramo poizvedbe na zaledni sistem. Na drugi
strani pa uporabnikom olajˇsa komunikacijo z razvijalci v smislu enostavnega
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porocˇanja tezˇav ob testiranju. Ti mehanizmi nam lahko pomagajo pri de-
tekciji morebitnih tezˇav in pomanjkljivosti zasnove sistema dovolj zgodaj, da
se izognemo neprijetnemu procesu prilagajanja ali celo menjavi zˇe razvitega
segmenta aplikacije. Obenem pa prihranijo cˇas pri izdelavi prototipov, saj
razvijalcem olajˇsajo razvoj.
V poglavju 2 bomo spoznali prototipiranje programske opreme. Osre-
dotocˇili se bomo na razvojno prototipiranje, ker je pri razvoju spletnih apli-
kacij bolj uporabo od prototipiranja za enkratno uporabo. Predstavili bomo
prednosti in nevarnosti prototipiranja ter v katerih situacijah se je smiselno
odlocˇiti za uporabo te metodologije razvoja. V poglavju 3 bomo predstavili
prototipiranje pri razvoju splethin aplikacij. Opisani bojo tipi prototipov,
ki se uporabljajo za prototipiranje aplikacij. Izpostavili bomo pomanklji-
vosti prototipov ter predlagali resˇitev za boljˇse prototipiranje. Poglavje 4
bo opisovalo resˇitev za boljˇse prototipiranje. Spoznali bomo mehanizme, ki
razvijalcem, z malo truda, omogocˇijo izdelavo bolj realisticˇnih prototipov.
Uporabnost resˇitve bomo preverili tako, da bomo primerjali razvoj dveh pro-
jektov. Predlagana resˇitev je bila na enem projektu uporabljena tudi v praksi.
Poglavje 2
Vloga prototipiranja pri
razvoju programske opreme
Prototipiranje ima lahko pri metodologiji razvoja programske opreme osre-
dnjo vlogo. V tem primeru poteka razvoj z uporabo prototipov. Prototip
programske opreme je priblizˇek sistema, ki ga zˇelimo razviti in vsebuje za-
metke njegovih glavnih funkcionalnosti. Uporaba prototipov povecˇuje sode-
lovanje uporabnikov in razvijalcev v razvojnem procesu [1, 2]. Morebitne
pomanjkljivosti in napake lahko s prototipiranjem detektiramo dovolj zgodaj
in se izognemo velikim strosˇkom ter tezˇavam njihove sanacije v kasnejˇsih fa-
zah razvojnega procesa [3].
Tehnika je sˇe posebej uporabna ko:
• funkcionalnosti sistema niso dovolj definirane
• komunikacija med uporabniki in razvilajci ni dovolj dobra
• je veliko interakcije z uporabniki
• je zagotovitev uporabniˇskih potreb bistvenega pomena
3
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Da se prototipiranje izplacˇa, mora biti prototip [4]:
• dovolj nujen za izvedbo
• enostaven za izdelavo
• vpliven in prepricˇljiv za uporabnike
Poznamo dva tipa metodologije prototipiranja: prototipiranje za enkratno
uporabo (angl. throwaway prototyping) in razvojno prototipiranje (angl.
evolutionary prototyping). Glavni cilj prvega tipa prototipiranja je testi-
ranje hipotez in, kot namiguje zˇe ime samo, jih po uporabi zavrzˇemo. Ravno
nasprotno se razvojni prototipi s cˇasom nadgrajujejo, izpopolnjujejo in se
uporabijo kot osnovo, na kateri je zgrajena koncˇna resˇitev.
2.1 Razvojno prototipiranje
Metodologija razvojnega prototipiranja temelji na procesu nadgrajevanja
prototipa. Iz zacˇetnega prototipa se navadno v vecˇ vmesnih verzijah (iteraci-
jah) razvije koncˇno resˇitev. Poznamo dva podtipa razvojnega prototipiranja,
ki se pri razvoju spletnih aplikacij pogosto uporabljata vzporedno. Gre za
inkrementalno in ekstremno prorotipiranje [5].
Pri inkrementalnem prototipiranju gre za izdelavo vecˇ manjˇsih prototipov,
ki se na koncu zdruzˇijo v eno celoto. Problem, ki ga resˇujemo, razbijemo
na manjˇse, bolj obvladljive podprobleme. Na ta nacˇin lahko koncˇno resˇitev
gradimo po korakih.
Ekstremno prototipiranje je metodologija razvojnega procesa, primerna pred-
vsem za razvoj spletnih aplikacij [6]. Razvoj razbijemo na tri faze:
• staticˇni prototipi
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• funkcionalni uporabniˇski vmesnik
• zaledni sistem
Povdarek procesa je na drugi fazi, v kateri izdelamo popolnoma funckio-
nalen uporabniˇski vmesnik brez delujocˇega zaledja.
Gre za obliko iterativnega pristopa razvoja prototipov. Prototip kon-
stantno nadgrajujemo in izboljˇsujemo, dokler ne pridemo do koncˇne resˇitve.
Verzije prototipa se spreminajo hitro, na tedenski ali pa celo dnevni ravni.
Razvojna ekipa mora biti dovolj majhna in agilna, da lahko operira s povra-
tnimi informacijami uporabnikov in jih uposˇteva v novih verzijah prototipa.
Cilj prve faze je postavitev grobega ogrodja sistema in motivacija koncˇnih
uporabikov k sodelovanju pri razvoju [4, 7]. V tej fazi se ne ukvarjamo z upo-
rabniˇsko interakcijo, ampak zˇelimo izdelati prototip, ki vsebuje vse glavne
sklope aplikacije. Na ta nacˇin pridobimo okvirno sliko funkcionalnosti, ki
jih bo aplikacija vsebovala. Sledita izdelava uporabniˇskega vmesnika in zale-
dnega sistema. Razvoj teh faz lahko, vsaj v teoriji, poteka vzporedno. Proces
iterativne izdelave uporabniˇskega vmesnika zagotavlja konstanten dotok po-
vratnih informacij s strani uporabnikov. Te informacije so kljucˇnega pomena
pri zgodnjem odkrivanju in odpravljanju morebitnih tezˇav.
2.2 Zˇivljenjski cikel razvojnih prototipov
Pri razvoju informacijskih sistemov poznamo vecˇ zˇivljenjskih ciklov razvoja
(angl. Software Developement Life Cycle - SDLC ). Zˇivljenjski cikel razvoj-
nega procesa po metodologiji razvojnega prototipiranja lahko predstavimo z
diagramom na sliki 2.1 [8]
Proces se zacˇne z zajemom zahtev. V tej fazi skusˇamo pridobiti cˇim vecˇ
informacij o aplikaciji, ki jo razvijamo. Sledi faza analize in nacˇrtovanja.
Pri modelu prototipiranja je ta faza, v primeru s fazo analize pri ostalih
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Slika 2.1: Zˇivljenski cikel prototipiranja.
razvojnih modelih1, krajˇsa. Naslednja faza je implementacija prototipa,
ki ji sledi testiranje. Testiranje se izvaja v tesni povezavi z uporabniki
aplikacije. Glede na povratne informacije v fazi evalvacije prototipa pre-
verimo ustreznost prototipa. Lahko se vrnemo v fazo nacˇrtovanja ali pa
zakljucˇimo s prototipiranjem in prototip oznacˇimo za koncˇno resˇitev. Ci-
kle Nacˇrtovanje→ Implementacija→Testiranje →Evalvacija (NITE) pona-
vljamo tako dolgo, da je prototip dovolj dober za nadgradnjo v koncˇno resˇitev.
2.3 Prednosti in nevarnosti
Glavna prednost prototipiranja je v optimizaciji komunikacije med razvijalci
in uporabniki. Steve McConnell [9] je zˇe leta 1996 po izvedeni raziskavi
ugotovil, da so glavni razlogi za slab razvoj programske opreme2 pomanjkanje
komunikacije z uporabniki, nepopolne zahteve in spreminjanje zahtev v cˇasu
razvoja. Razlogi za slab razvoj ostajajo enaki tudi danes. Vzrok omenjenih
tezˇav, pa je v preslabi komunikaciji med razvijalci in uporabniki. Poleg
izboljˇsane komunikacije so prednosti prototipiranja tudi [7, 3, 2]:
• hitro vkljucˇevanje uporabnikov v razvojni proces
• izboljˇsan nacˇin za podajanje ter ugotavljanje zahtev novega sistema
• zgodnja detekcija morebitnih tezˇav, ki zmanjˇsuje tveganje neuspeha
1Poleg prototipiranja poznamo zaporedni, iterativni, inkrementalni in kombinirani mo-
del.
2Predolg, predrag ali nepopoln razvoj.
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• uporabnik je hitro v stiku z delujocˇo aplikacijo
• povecˇanje navdusˇenja za produkt tako razvijalcev kot uporabnikov
• preizkusˇanje razlicˇnih mozˇnosti
• lahko se uporabi tudi kot orodje za ucˇenje uporabnikov
Neustrezna uporaba prototipiranja lahko v razvojnem procesu povzrocˇi ne-
gativne ucˇinke. Posledice neustrezne uporabe so:
• nezadostna analiza, ki lahko pripelje do neustreznega koncˇnega pro-
dukta
• prekomeren cˇas razvoja prototipa
• preveliko sˇtevilo verzij prototipa, ki lahko povzrocˇi zmedo pri razvijal-
cih
• zamenjava prototipa za koncˇni sistem
8
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2.4 Kdaj uporabiti prototipiranje
Kot smo zˇe ugotovili, je prototipiranje najbolj efektivno v tistih primerih, ko
pricˇakujemo veliko interakcije z uporabniki. To potrjuje tudi sama narava
prototipov, saj so v koncˇni fazi namenjeni testiranju s strani uporabnikov.
Uporaba prototipov je zelo priporocˇljiva tudi tedaj, ko uporabniki sˇe ne vedo
popolnoma, kaj naj bi nov sistem omogocˇal ali ko se zahteve pogosto spre-
minjajo [14]. Priporocˇljiva uporaba pa je tudi v naslednjih primerih, ko:
• imajo uporabniki tezˇave s podajanjem zahtev sistema
• nov sistem spremeni osnove poslovnih operacij
• se pojavi potreba po prilagodivi uporabniˇskega vmesnika
• potreba po preverjanju razlicˇnih alternativnih resˇitev
• uporabniki ne razumejo novih pridobitev
• nove poslovne funkcije so bolj jasne uporabnikom kot analitikom
Poglavje 3
Prototipiranje pri razvoju
spletnih aplikacij
Pri razvoju spletnih aplikacij je obicˇajno velik povdarek na interakciji z upo-
rabniki. Pogosto se pojavijo problemi pri definiciji zahtev s strani uporabni-
kov, hkrati pa se zahteve tekom razvoja spreminjajo. Ker zˇivimo v dobi inter-
neta in spletnih tehnologij, se razvoj programske opreme na tak ali drugacˇen
nacˇin seli na splet. Spekter uporabnikov spletnih aplikacij je zelo sˇirok in za-
jema tako napredne uporabnike kot tudi laike. Slednji imajo pogosto tezˇave
z razumevanjem in uporabo tehnologije. Posledicˇno imajo tezˇave tudi pri
uporabi spletnih aplikacij. Vse od nasˇtetega so pri razvoju spletnih aplika-
cij mocˇni argumenti za uporabo prototipiranja kot metodologije razvojnega
procesa [10, 15].
3.1 Tipi prototipov
Zgodnje pridobivanje dobrih povratnih informacij uporabnikov je pri pro-
cesu prototipiranja kljucˇnega pomena. Nacˇinov izdelave prototipov je veliko,
glede na dinamiko pa jih lahko razdelomo na dva tipa: staticˇne in dinamicˇne
prototipe [6, 13].
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3.1.1 Staticˇni prototipi
Pri tem tipu gre za izdelavo prototipov glavnih segmentov aplikacije. Uporab-
nikom zˇelimo prikazati, kako bo aplikacija izgledala v grobem. Ne spusˇcˇamo
se v podrobnosti, ampak skusˇamo zajeti glavne znacˇilnosti. Staticˇni pro-
totipi so lahko ekranske slike ali staticˇne HTML strani, ki sluzˇijo kot zˇicˇni
diagrami (angl. wireframes) aplikacije. Slednji so za uporabnike bolj pri-
vlacˇni, saj zagotavljajo boljˇso uporabniˇsko izkusˇnjo in s tem boljˇse povratne
informacije.
Ekranske slike so lahko izdelane z oblikovalskimi orodji kot sta Gimp[17]
in Photoshop[18] ali z enim izmed spletnih orodij za izdelavo prototipnih
skic aplikacij in spletnih strani. Ta orodja vsebujejo osnovne gradnike upo-
rabniˇskih vmesnikov in delujejo po principu povleci-in-spusti (angl. drag&drop),
tako da je izdelava prototipov hitra in enostavna. Staticˇne HTML strani
lahko kreiramo z namenskimi orodji za izdelavo zˇicˇnih modelov (Axure[19]
in ProtoShare[20]) ali pa z uporabo CSS frameworkov. V zadnjih letih se
je pojavila pestra izbira orodij za izdelavo zˇicˇnih modelov spletnih aplikacij
in spletnih strani. Njihova osnovna funkcija je izdelava prototipa z nekaj
kliki in enostaven izvoz HTML kode. Izdelava prototipov s CSS frameworki
zahteva vecˇ znanja in je ponavadi cˇasovno potratnejˇsa.
3.1.2 Dinamicˇni prototipi
Pri razvojnem prototipiranju se obicˇajno najprej izdela staticˇne prototipe,
kasneje pa se jih nadgradi v dinamicˇne. Vse segmente aplikacije, proto-
tipirane s staticˇno metodo, predstavimo bolj detajlno. Dinamicˇni prototipi
vsebujejo zˇe cˇisto prave elemente graficˇnega vmesnika z implementirano upo-
rabniˇsko interakcijo. Tak prototip ni samo izdelan graficˇni vmesnik, temvecˇ
tudi sistem za komunikacijo z zaledjem in logiko za prikazovanje podatkov
[13]. Tudi, cˇe zaledni sistem ni razvit, daje dinamicˇni prototip obcˇutek po-
polnoma delujocˇe aplikacije.
Izdelava dinamicˇnih prototipov je v primerjavi s staticˇnimi veliko bolj
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kompleksna in zato cˇasovno potratnejˇsa.
3.2 Pomanjkljivosti v zacˇetnih fazah prototi-
piranja
V zacˇetnih verzijah prototipov zˇelimo uporabnikom prikazati grobo strukturo
sistema, glede na informacije, ki smo jih pridobili v fazi analize. Zaradi eno-
stavnejˇse in cenejˇse izdelave se razvijalci takrat pogosto posluzˇujejo staticˇnih
prototipov. Prototipe izdelajo z orodji za generiranje staticˇnih HTML strani
ali pa so prototipi celo v obliki skic. Do bolj funkcionalne verzije prototipa
pridemo sˇele po nekaj verzijah prototipa1. Zaradi preslabe analize ali prevecˇ
enostavnega prototipa je lahko ta proces dolgotrajen. Velikokrat se zgodi,
da uporabniki ugotovijo, kaj res zˇelijo sˇele ob interakciji s funkcionalnim (di-
namicˇnim) prototipom. Kot posledica se proces prototipiranja podaljˇsa, kar
mocˇno vpliva na zacˇrtane cˇasovne in strosˇkovne plane razvoja aplikacije.
Slika 3.1: Razsˇirjen zˇivljenjski cikel prototipiranja. Po n ciklih NITE
(nacˇrtovanje→ implementacija→ testiranje→ evalvacija) je prototip dovolj
dober za nadgradnjo v koncˇno resˇitev.
Poleg preskromnih prototipov v zacˇetnih fazah prototipiranja lahko cˇas ra-
zvoja podaljˇsujeo tudi slaba odzivnost ali nejasne povratne informacije upo-
rabnikov, ki prototipe testirajo. Ko uporabniki ugotovijo pomankljivost pro-
totipa, se velikokrat ne zavedajo, da je odgovor ”Ne deluje” veliko premalo
1Razvoj prototipa iz zacˇetne verzije v koncˇno resˇitev ponazarja slika 3.1.
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za sanacijo.
3.3 Predlog za boljˇse prototipiranje
Zelo pomembni lastnosti prototipov sta prepricˇljivost za uporabnike in eno-
stavnost za izdelavo. Uporabniki, ki se srecˇajo z neprepricˇljivimi prototipi,
ne morejo dati dovolj dobrih povratnih informacij, saj jim prototip ne zago-
tavlja dobre izkusˇnje s koncˇnim izdelkom. Po drugi strani se lahko strosˇki za
izdelavo prototipov mocˇno povecˇajo, cˇe se povecˇa kompleksnost in s tem cˇas
izdelave prototipa. Omenjena izziva bi lahko premagali z mehanizmom, ki bi
omogocˇal enostavno nadgrajevanje cenejˇsih staticˇnih prototipov v dinamicˇne.
Poglavje 4
Mehanizem za hitrejˇso izdelavo
boljˇsih prototipov
V prejˇsnjem poglavju smo predstavili pozitivne efekte prototipiranja in ne-
varnosti, ki se lahko pojavijo. Da bi se izognili dodatnim strosˇkom pri iz-
delavi boljˇsih prototipov in s tem optimizirali proces izdelave, predlagam
mehanizem za hitro nadgrajevanje staticˇnih prototipov. Glavna izziva, ki jih
mehanizem resˇuje, sta zmozˇnost hitrega nadgrajevanja staticˇnih prototipov v
dinamicˇne ter enostavnost za uporabo, kar omogocˇa hitrejˇso implementacijo.
Predlagani mehanizem sestavljajo sˇtirje vecˇji segmenti:
• generiranje nakljucˇnih podatkov
• simulacija zalednega sistema
• enostavna populacija podatkov v staticˇni prototip
• mehanizem za sporocˇanje napak razvijalcem
Mehanizem je implementiran kot skupek JavaScript knjizˇnic in modulov [16].
Resˇitev vsebuje zˇe razvit jQuery[21] modul Mockajax[23] za simulacijo zale-
dnega sistema in knjizˇnico Chance[22] za generiranje nakljucˇnih podatkov.
Moj prispevek je modul pType, ki skrbi za populacijo podatkov v HTML
13
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ter krmili omenjeni resˇitvi. Poleg modula pType sem prilagodil knjizˇnico
Chance za slovenski jezik in jo razsˇiril z dodatnimi funkcionalnostmi.
4.1 Uporabljene tehnologije
Svojo resˇitev sem implementiral s tehnologijo JavaScript, ki se v sodob-
nem razvoju spletnih aplikacij uporablja za bogatenje uporabniˇske interak-
cije. Sodobne spletne aplikacije so grajene kot enostranske aplikacije (angl.
single-page applications), ki za komunikacijo z zalednim sistemom upora-
bljajo AJAX poizvedbe. Zaradi njene razsˇirjenosti sem za izkoriˇscˇanje te
tehnologije uporabil odprtokodno knjizˇnico jQuery.
Vseh modulov in knjizˇnic, ki sem jih uporabil v svoji resˇitvi, nisem imple-
mentiral sam. jQuery modul Mockajax in knjizˇnico Chance bom podrobneje
predstavil v nadaljevanju poglavja. Gre za odprtokodni resˇitvi, ki sem ju
uporabil v svoji resˇitvi. Predstavitev mojega modula pa sledi v poglavju 4.2.
4.1.1 MockAjax
Pri izdelovanju dinamicˇnih prototipov je funkcionalnost graficˇnega vmesnika
velikokrat pogojena z delujocˇim zalednim sistemom. To pomeni, da njun
razvoj ne more biti popolnoma vzporeden. Cˇe izdelujemo spletno aplikacijo,
ki za komunikacijo med graficˇnim vmesnikom in zalednim sistemom upo-
rablja ajax poizvedbe, lahko ta problem premostimo z uporabo Mockajax
modula za odprtokodno JavaScript knjizˇnjico jQuery. Mockajax omogocˇa
razvijalcem graficˇnega vmesnika simuliranje ajax poizvedb, kar pomeni, da
za izdelavo popolnoma delujocˇega graficˇnega vmesnika, zalednega sistema ne
potrebujemo. Seveda bo delovanje takega graficˇnega vmesnika odvisno od
kreativnosti simuliranih odgovorov poizvedb in nikakor ne pomeni delujocˇe
aplikacije.
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Delovanje
MockAjax razsˇiri osnovno delovanje jQuery metode $.ajax(). Modul prepo-
zna v naprej oznacˇene poizvedbe na zaledni sistem, jih prestrezˇe in ustvari
simuliran XMLHttpRequest objekt pred dejanskim izvajanjem jQuery.ajax()
metode. Cˇe poizvedba ni oznacˇena za simulacijo, se izvede privzeta $.ajax()
metoda za prozˇenje ajax poizvedbe. Prednost takega pristopa je v tem, da
s simuliranjem XMLHttpRequest objekta ne prepiˇsemo privzetega delovanja
jQuery knjizˇnjice, zato lahko implementiramo poljuben potek ajax komuni-
kacije z vsemi privzetimi funkcionalnostmi.
Da lahko poizvedbo prestrezˇemo, jo moramo najprej oznacˇiti in ji dolocˇiti
odgovor. Odgovor je lahko poljubnega tipa in velikosti, tako kot odgovor pra-
vega zalednega sistema. Simulirani poizvedbi lahko nastavimo tudi cˇasovno
latenco, s katero je simulacija sˇe bolj pristna. V nadaljevanju sledi podrob-
nejˇsa predstavitev delovanja modula Mockjax.
Oznacˇevanje poizvedb za simulacijo
Poizvedbe, ki jih zˇelimo simulirati, moramo predhodno oznacˇiti. To nare-
dimo tako, da z metodo $.mockajax() debifiramo URL naslov poizvedbe.
Najpreprostejˇsi nacˇin je definicija celotnega naslova:
$.mockjax ({
url: "/uporabniki/seznam"
});
Primer 4.1: Poizvedbo smo oznacˇili s fiksnim URL naslovom
/uporabniki/seznam.
Za vecˇjo fleksibilnost lahko URL naslovi vsebujejo znak *, ki oznacˇuje
poljuben znakovni niz.
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$.mockjax ({
url: "/uporabniki /*"
});
Primer 4.2: Simulirane bodo vse poizvedbe katerih URL naslovi se bodo
zacˇeli z /uporabniki/.
URL naslove lahko definiramo tudi kot regularne izraze.
$.mockjax ({
url: /^\/ uporabniki \/( seznam|list)$/
});
Primer 4.3: Simulirani bosta poizvedbi z URL naslovoma
/uporabniki/seznam in /uporabniki/list.
Poizvedbo lahko oznacˇimo tudi kot kombinacijo URL naslova in podatkov.
$.mockjax ({
url: "/uporabniki/seznam",
data: { group: "admin" }
});
Primer 4.4: Poizvedba bo simulirana samo, cˇe bo poleg posredovan sˇe
podatek group z vrednostjo admin.
Dolocˇanje odgovora
Drugi korak pri simulaciji poizvedb z modulom Mockajax je definicija odgo-
vora, ki ga bo poizvedba vrnila. Odgovor lahko podamo kot responseText ali
responseXML. Obe opciji simulirata odgovor XMLHttpRequest objekta ob
obicˇajni izvedbi ajax poizvedbe. Odgovor lahko definiramo na tri nacˇine:
• v naprej pripravljen odgovor
• datoteka
• klic funkcije
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Primer v naprej pripravljenega odgovora je JSON objekt
$.mockjax ({
url: "/uporabniki/prijavljen",
responseText: {
"ime": "Luka",
"priimek": "Andrejak"
}
});
Primer 4.5: V naprej pripravljen JSON odgovor.
Kadar je kot odgovor definirana datoteka, bo Mocjakax modul prestregel
poizvedbo in kot odgovor vrnil datoteko. Tehnika je uporabna takrat, ko
nam stranka zagotovi ustrezne testne podatke ali pa si jih pripravimo sami.
$.mockjax ({
url: "/uporabniki/seznam",
proxy: "/podatki/uporabniki.json"
});
Primer 4.6: Odgovor poizvedbe bo vsebina datoteke
/podatki/uporabniki.json.
Odgovor poizvedbe lahko simuliramo tudi s funkcijo, tako da definiramo
parameter response ki dinamicˇno generira responseText ali responseXML.
$.mockjax ({
url: "/preveriEmail",
response: function(settings) {
var rgx = /[A-Z0 -9._%+-]+@[A-Z0 -9. -]+.[A-Z]{2 ,4}/ igm;
this.responseText = (rgx.test(settings.data.email) ?
"Email OK" : "Email ni veljaven!");
}
});
Primer 4.7: Odgovor poizvedbe je funkcija, ki preveri pravilnost
elektronskega naslova, ki je bil poslan s poizvedbo.
18
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Cˇasovna zakasnitev
Pri simuliranju zalednega sistema je pomemben faktor tudi cˇas, ki bi ga pravi
zaledni sistem potreboval za generiranje odgovora. Cˇasovno zakasnitev lahko
definiramo kot fiksno ali nakljucˇno v izbranem intervalu.
$.mockjax ({
url: "/zahtevnaOpeacija",
responseTime: 2000,
responseText: { odgovor: "Danes je lep dan" }
});
$.mockjax ({
url: "/seBoljZahtevnaOpeacija",
responseTime: [1000 ,3000] ,
responseText: { odgovor: "Danes je lep dan" }
});
Primer 4.8: V prvem primeru se bo poizvedba izvedla v dveh sekundah, v
drugem pa nakljucˇno med eno in tremi sekundami.
4.1.2 Chance
Pri dinamicˇnih prototipih je, poleg uporabniˇske interakcije, velik povdarek
tudi na podatkih, prikazanih uporabniku. V primeru, da od narocˇnika nismo
pridobili kvalitetnih testnih podatkov, si lahko pomagamo z generiranjem
nakljucˇnih. Pri generiranju nakljucˇnih podatkov je pomembno, da imamo na
voljo cˇim vecˇ tipov podatkov in da smo sposobni generirati smiselne podatke.
Tabela, ki predstavlja seznam uporabnikov, je veliko bolj pristna, cˇe vsebuje
prava imena in priimke, kot pa cˇe bi vsebovala nakljucˇno generirane znakovne
nize.
Chance JS je odprtokodna JavaScript knjizˇnica za generiranje nakljucˇnih
podatkov. Je enostavna za uporabo in ponuja dovolj pester nabor podatkov-
nih tipov za generiranje tudi zelo kompleksnih entitet z medsebojno odvisnimi
podatki.
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V osnovi knjizˇnica nima podpore za generiranje podatkov v slovenskem
jeziku, zato sem jo nadgradil. V knjizˇnico sem dodal sˇifrante slovenskih
imen, priimkov, imen krajev, posˇtnih sˇtevilk ipd. Dodal sem tudi zmozˇnost
generiranja EMSˇO in davcˇne sˇtevilke.
Podatkovni tipi
Poleg osnovnih podatkovnih tipov (boolean, character, floating, integer, niz)
lahko s Chance generiramo kompleksne tipe, ki so sestavljeni iz vecˇ osnov-
nih ali kompleksnih tipov. Primer kompleksnega tipa je oseba. Oseba je
sestavljena iz vecˇ osnovnih tipov: ime, priimek, starost, spol, rojstni datum,
davcˇna sˇtevilka ipd. Podatek generiramo s klicem ustrezne metode objekta
chance:
chance.name()
Primer 4.9: Generiranje nakljucˇnega osebnega imena.
Osnovni tipi
Knjizˇnica omogocˇe generiranje naslednjih osnovnih tipov:
• boolean:
Privzeta verjetnost rezultata true je 50 % in false prav tako 50 %.
Verjetnost rezultata true lahko spremenimo s podajanjem parametra
likelihood
chance.bool({ likelihood: 30})
Verjetnost rezultata true je v tem primeru 30 %, false pa 70 %.
• character:
Metoda vrne nakljucˇen znak. Mnozˇico potencialnih znakov lahko ome-
jimo s parametrom pool.
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chance.character ()
chance.character ({pool: ’abcde’})
chance.character ({ alpha: true})
chance.character ({ symbols: true})
chance.character ({ casing: ’lower’})
=> ’d’
• integer:
Generiranje celih sˇtevil lahko omejimo na interval.
chance.integer ()
chance.integer ({min: -20, max: 20})
=> 18
• floating:
Decimalnim sˇtevilom lahko omejimo sˇtevilo mest za decimalno vejico.
Generiranje lahko omejimo na interval.
chance.floating ()
chance.floating ({ fixed: 7})
chance.floating ({min: 0, max: 100})
=> 33 ,4572947
• string:
Generiranje znakovnih nizov lahko omejimo po dolzˇini in z mnozˇico
mozˇnih znakov.
chance.string ()
chance.string ({ length: 5})
chance.string ({pool: ’abcde’})
=> "hskit"
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Oseba
• spol:
chance.gender ()
=> ’male’
• ime:
chance.name()
chance.name({ prefix: true})
=> ’dr. Miha’
• priimek:
chance.last()
=> ’Novak ’
• datum rojstva:
Generiranje datuma rojstva lahko omejimo s parametrom type. Vre-
dnost parametra je starostno obdobje osebe. Mozˇne vrednosti: child,
teen, adult, senior.
chance.birthday ()
chance.birthday ({type: ’child’})
=> 2011 -11 -05
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• davcˇna sˇtevilka:
Generiranje slovenske davcˇne sˇtevilke. Sˇtevilka se generira z uposˇtevanjem
pravila za preverjanje ustreznosti davcˇne sˇtevilke.
chance.siDS()
=> 78724230
// funkcija za generiranje
function siDS () {
var base = chance.integer ({ min: 1000000 ,
max: 9999999 }).toString (),
baseArray = base.split("").reverse (),
sum = 0;
for(var i = 0; i < baseArray.length; i++) {
sum += Number(baseArray[i]) * (i+2);
}
return baseArray.reverse ().join("") + (sum % 11);
}
• EMSˇO:
Sˇtevilka se generira glede na datum rojstva ter spol osebe. Generirana
sˇtevilka uposˇteva zakonitosti EMSˇO sˇtevilk za prebivalce Slovenije.
chance.EMSO({ birthday: ’1996 -05 -03’, gender: ’male’ })
=> 0305996500256
// funkcija za generiranje
function EMSO (birthday , gender) {
var factor_map = [7, 6, 5, 4, 3,
2, 7, 6, 5, 4, 3, 2],
birth = birthay.split(’-’),
nth = 0,
result = "",
sum = 0,
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controll = 10;
if(gender == ’male’) {
nth = chance.pad(chance.integer ({
min: 0, max: 499
}),
3);
} else {
nth = chance.pad(chance.integer ({
min: 500, max: 999
}),
3);
}
while(controll == 10) {
result = birth [2] + birth [1] + substr(birth [0] ,1) +
’50’ + nth.toString ();
var factors = result.split("");
for(var i = 0; i < factors.length; i++) {
sum += factors[i] * factor_map[i];
}
controll = 11 - sum % 11;
if(controll = 11) {
controll = 0;
}
nth++;
}
return result + control;
}
• Telefonska sˇtevilka:
Prvi dve sˇtevilki sta iz seznama 01, 02, 03, ... 07, ostalih sedem pa je
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nakljucˇnih.
chance.phone ()
=> 01 230 40 02
• Mobilna sˇtevilka:
Prve tri sˇtevilke so iz seznama 031, 041, 051, 040, ostalih sˇest pa je
dolocˇenih nakljucˇno.
chance.mobile ()
=> 031 123 123
Splet
• avatar:
Nakljucˇna profilna slika z uporabo Gravatar API-ja.
chance.avatar ()
chance.avatar ({ fileExtension: ’jpg’})
chance.avatar ({ email: ’mail@gmail.com’})
=> ’//www.gravatar.com/avatar /76697
df5874c854e3cc8fde1200b4298.jpg’
• email:
chance.email ()
chance.email ({ domain: "example.com"})
=> someone@example.com
• ip:
chance.ip()
=> ’153.208.102.234 ’
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Lokacija
• naslov:
chance.address ();
=> ’Stritarjeva cesta 10’
• ulica:
chance.street ();
=> ’Slovenska cesta ’
• mesto:
chance.city();
=> ’Ljubljana ’
• posˇta:
chance.post();
=> ’Ljubljana ’
• posˇtna sˇtevilka:
chance.zip();
=> ’1000’
4.2 Modul pType
Kot predlog mehanizma za optimizacijo izdelave dinamicˇnega prototipa sem
implementiral JavaScript modul pType. Glavni cilj modula je razvijalcem
omogocˇiti enostavno nadgradnjo staticˇnega prototipa v dinamicˇnega. Z upo-
rabo modula je mozˇno nadgraditi kakrsˇen koli staticˇen HTML prototip.
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Lahko je generiran z namenskimi orodji (npr.: Axure in ProtoShare) ali pa je
zgrajen z uporabo CSS frameworkov (npr.: Bootstrap, Foundation, Seman-
tic). Modul omogocˇa avtomaticˇen vnos podatkov v HTML in preverjanje
ustreznosti podatkov brez potrebe po programiranju. HTML elemente je
potrebno razsˇiriti z dodatnimi podatkovnimi atributi (angl. data attributes),
s katerimi dolocˇimo zˇeleno obnasˇanje, za vse ostalo poskrbi modul sam.
Modul je uporaben tudi v fazi potrjevanja prototipa s strani uporabni-
kov. Ko uporabnik pride do situacije, pri kateri je priˇslo do napacˇnega ali
pomanjkljivega delovanja, lahko na enostaven nacˇin naredi ’posnetek’ stanja
in ga doda na seznam pomanjkljivosti.
4.3 Generiranje nakljucˇnih podatkov
Glavni izziv pri generiranju nakljucˇnih podatkov je v zmozˇnosti generiranja
cˇim bolj realnih podatkov. Hitro lahko ugotovimo, da tabela, ki prikazuje
seznam uporabnikov z nakljucˇnimi nizi, ki predstavljajo imena, priimke in
email naslove, ni dovolj dober prototip. Modul pType za generiranje po-
datkov uporablja knjizˇnico Chance, ki zna poleg osnovnih tipov generirati
nakljucˇne entitete kot so osebe, naslovi, mobilne naprave, spletni profili oseb
ipd. Da poenostavimo uporabo knjizˇnice, moramo HTML elemente, ki jih
zˇelimo napolniti z nakljucˇnimi podatki, opremiti z dodatnimi podatkovnimi
atributi. Ti atributi modulu zagotovijo potrebne podatke za ustrezne klice
Chance knjizˇnice.
<input type="text" data -pt -randomize="true"
data -pt -type="integer" />
Primer 4.10: Generiranje nakljucˇnega celega sˇtevila v vnosnem polju.
Z atributom data-pt-randomize dolocˇimo element, ki bo vseboval na-
kljucˇne podatke. V primeru 4.10 zˇelimo v vnosno polje vnesti nakljucˇno celo
sˇtevilo. Tip podatka definiramo z atributom data-pt-type. Seznam podprtih
tipov je podan v poglavju 4.1.2. Cˇe zˇelimo biti bolj natancˇni in generiran po-
datek podrobneje definirati, mu dodamo atribut data-pt-options. Vrednost
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atributa je poenostavljen zapis JSON objekta, s katerim se klicˇe izbrano
Chance metodo za generiranje podatka.
<input type="text"
data -pt-randomize="true"
data -pt-type="integer"
data -pt-options="{min: 100, max: 1000}" />
Primer 4.11: Generiranja nakljucˇnega integerja na intervalu [100, 1000].
Ko zˇelimo prikazati eno izmed vrednosti v koncˇni mnozˇici, uporabimo
atribut data-pt-choices. Vrednost atributa je z znakom ”,” locˇen seznam
vseh mozˇnih vrednosti:
<input type="text" data -pt -randomize="true"
data -pt-choices="modra ,zelena ,bela ,rumena" />
Primer 4.12: Koncˇna mnozˇica vrednosti.
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4.3.1 Generiranje podatkov za sestavljene HTML ele-
mente
Ko generiramo nakljucˇne podatke za kompleksnejˇse HTML elemente ali se-
stavljene strukture, moramo atribut data-pt-randomize dolocˇiti hierarhicˇno
najviˇsjemu elementu v strukturi. Za primer lahko vzamemo tabelo:
<table data -pt-randomize="100">
<thead >
<tr >
<th data -pt -type="first">Ime </th >
<th data -pt -type="last">Priimek </th >
<th data -pt -type="gender">Spol </th >
<th data -pt -type="phone">Telefon </th >
</tr >
</thead >
<tbody >
</tbody >
</table >
Primer 4.13: HTML tabela s podatkovnimi atributi za generiranje nakljucˇnih
podatkov.
Vrednost atributa data-pt-randomize je v tem primeru sˇtevilo vrstic. Ge-
neriranje podatkov v primeru 4.13 se izvede nekako takole:
var data = [];
for(var i = 0; i < 100; i++) {
data.push([
chance.first (),
chance.last(),
chance.gender (),
chance.phone ()
]);
}
Primer 4.14: Spremenljivka data po izvedbi for zanke vsebuje 100 nakljucˇnih
podatkov o uporabnikih.
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Pozoren bralec bo opazil, da ima primer 4.14 pomanjkljivost. Generira-
nje podatkov posamezne osebe ne uposˇteva medsebojno odvisnih podatkov.
Klica metod chance.first() in chance.gender() lahko vrneta nasprotujocˇa si
podatka. Osebi z imenom Janez bi lahko dolocˇili zˇenski spol. Modul pType
take situacije avtomaticˇno prepozna in zagotovi usklajenost podatkov. Po-
dobno se modul obnasˇa pri generiranju email naslovov in EMSˇO sˇtevilk.
Pravilnejˇsi prikaz generiranja podatkov za primer 4.13:
data = [];
for(var i = 0; i < n; i++) {
var spol = chance.gender ();
data.push([
chance.first ({ gender: spol }),
spol
]);
}
Primer 4.15: Generiranje imena osebe glede na spol.
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4.4 Prikaz podatkov, pridobljenih s poizved-
bami
Podatke, ki jih zˇelimo prikazati v uporabniˇskem vmesniku, vedno pridobimo
v neki v naprej dolocˇeni strukturi. Navadno gre za XML dokument ali pa
JSON objekt. Zaradi enostavnosti se bomo osredotocˇili na JSON obliko
zapisa podatkov. Enostaven primer JSON objekta je seznam uporabnikov:
[{
"firstName": "Luka",
"lastName": "Andrejak",
"email": "luka.andrejak@gmail.com",
"status": 1
},{
"firstName": "Janez",
"email": "j.novak@gmail.com",
"lastName": "Novak",
"status": 1
},{
"email": "doe.john@yahoo.com",
"firstName": "John",
"lastName": "Doe",
"status": 0
}]
Primer 4.16: JSON objekt treh uporabnikov.
Cˇe hocˇemo podatke iz take strukture pravilno prikazati, moramo vedeti, v
katerem HTML elementu naj dolocˇeni podatek prikazˇemo. HTML elemente
enolicˇno oznacˇimo z atributom data-pt-name. Za tabelaricˇen prikaz podatkov
iz primera 4.16 bi pripravili HTML tabelo s sˇtirimi stolpci:
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<table class="users">
<thead >
<th data -pt -name="firstName">Ime </th >
<th data -pt -name="lastName">Priimek </th >
<th data -pt -name="email">Email </th >
<th data -pt -name="status"
data -pt -choices="1:aktiven ,0: neaktiven">Status </th >
</thead >
<tbody >
</tbody >
</table >
Primer 4.17: HTML tabela z oznacˇenimi stolpci.
Imena stolpcev tabele se ujemajo s podatkovno strukturo JSON objekta,
zato lahko vsako vrstico tabele ustrezno napolnimo s pravimi podatki. Po-
sebnost je stolpec za prikaz statusa. V podatkovni strukturi je vrednost
statusa lahko 0 ali 1. Iz vidika uporabniˇske izkusˇnje je predstavitev statusa
uporabnika veliko boljˇsa, cˇe v polju piˇse aktiven ali neaktiven, kot 1 ali 0. Ta
stolpec dodatno opremimo z atributom data-pt-choices, ki definira preslikavo
podatka.
Podatke prikazˇemo s klicem metode pType.loadData():
$.ajax({
url: "/uporabniki/seznam",
success: function (data) {
pType.loadData($(’table.users ’), data);
}
});
Primer 4.18: Nalaganje podatkov, pridobljenih s poizvedbo, v tabelo
uporabnikov.
ali pa HTML element, ki ga zˇelimo napolniti s podatki, opremimo z atri-
butom data-pt-source. Vrednost atributa je URL naslov poizvedbe, ki bo
priskrbela zˇelene podatke. V tem primeru se bo metoda pType.loadData()
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izvedla avtomaticˇno.
<table data -pt-source="/uporabniki/seznam">
...
</table >
Primer 4.19: HTML tabela z definiranim izvorom podatkov.
4.5 Mehanizem za sporocˇanje napak
Ko je prototip izdelan, ga je potrebno s strani uporabnikov pretestirati in
ugotovitve posredovati nazaj razvijalcem. V idealnem svetu bi se testiranje
izvajalo tako, da bi razvijalec sedel poleg uporabnika, ko bi prototip testiral
in si belezˇil ugotovitve. V praksi tak nacˇin testiranja ni vedno mogocˇ - sˇe
posebej takrat, ko je uporabnikov veliko in niso vedno dosegljivi. Uporabniki
imajo velikokrat tezˇavo opisati problem, na katerega so naleteli pri testira-
nju. Poleg tega ne vedo, kaj vse je lahko vzrok tezˇave, zato njihove povratne
informacije pogosto ne vsebujejo dovolj informacij za identifikacijo napake.
Za premostitev omenjenih problemov lahko uporabniki povratne informacije
sporocˇajo preko vmesnika, ki ga zagotavlja modul pType. Gre za enostaven
obrazec preko, katerega uporabnik sporocˇi tezˇavo in njen vzrok. Ob posredo-
vanju ugotovitev uporabnika se poleg vpisanih podatkov posˇljejo sˇe dodatne
informacije o stanju aplikacije ob pojavitvi napake.
Slika 4.1: Informacije o napaki se posˇljejo na razvojni strezˇnik. Podatki se
shranijo v podatkovno bazo ter posredujejo razvijalcu na email.
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Koraki delovanja:
• Na uporabnikovo zahtevo se prikazˇe obrazec za sporocˇanje napak.
• Uporabnik vnese opis tezˇave.
• Uporabnikovim informacijam se dodajo sˇe podatek o operacijskem sis-
temu, vrsta in verzija brskalnika, tocˇen URL naslov ter vsi podatki, ki
so bili prikazani v graficˇnem vmesniku.
• Izvede se POST poizvedba na razvojni strezˇnik.
• Podatki o napaki se shranijo v podatkovno bazo za nadaljnjo obdelavo.
• O napaki se obvesti tudi razvojno ekipo preko elektronske posˇte.
4.6 Primeri uporabe
4.6.1 Simulacija zalednega sistema
Pri nadgrajevanju staticˇnih prototipov v dinamicˇne ponavadi sˇe nimamo iz-
delanega zalednega sistema. Denimo, da si, za namen testiranja prototipa,
pripravimo nekaj testnih podatkov v obliki JSON datotek.
Slika 4.2: Datoteke s testnimi podatki.
Za zajem podatkov simuliramo klic poizvedbe na zaledni sistem z uporabo
modula Mockajax:
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$.mockjax ({
url: "/vrni/uporabnike /*",
proxy: "/uporabniki1.json"
});
Primer 4.20: Odgovor poizvedbe za statistiko oglasa, bo vsebina datoteke
uporabniki1.json.
Ker je prikaz podatkov v uporabniˇskem vmesniku odvisen od kolicˇine za-
jetih podatkov, smo pripravili vecˇ datotek z razlicˇnimi kolicˇinami podatkov.
Vecˇja kot je datoteka, vecˇ podatkov vsebuje. Simulacijo zalednega sistema
lahko nadgradimo tako, da datoteko s podatki izberemo nakljucˇno:
$.mockjax ({
url: "/vrni/uporabnike /*",
proxy: chance.pick(["uporabniki1.json",
"uporabniki2.json","uporabniki3.json"])
});
Primer 4.21: Nakljucˇna izbira datoteke za odgovor poizvedbe.
Simulacijo naredimo bolj realno tako, da ji dolocˇimo cˇasovno zakasnitev.
Ker so datoteke razlicˇnih velikosti, morajo biti tudi zakasnitve razlicˇne. Z
dodajanjem ustrezne zakasnitve primer 4.21 nadgradimo:
var mockData = chance.pickone[
{ file: "uporabniki.json", time: 1500 },
{ file: "uporabniki2.json", time: 200 },
{ file: "uporabniki3.json", time: 800 }
];
$.mockjax ({
url: "/vrni/uporabnike /*",
proxy: mockData.file ,
responseTime: mockData.time
});
Primer 4.22: Odgovor simulirane poizvedbe bo ustrezno zakasnjen.
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V praksi se vcˇasih zgodi, da iz kaksˇnega razloga, zaledni sistem ne deluje
ali ta ni dostopen. V takih primerih bi se poizvedba zakljucˇila kot neobde-
lana, s statusom 500. Pri simulaciji zalednega sistema lahko obravnavamo
tudi take situacije:
$.mockjax ({
url: "/vrni/uporabnike /*",
proxy: mockData.file ,
responseTime: mockData.time ,
status: chance.bool({ likelyhood: 5}) ? 500 : 200
});
Primer 4.23: Poizvedba se bo z verjetnostjo 5 % zakljucˇila s statusom 500.
4.6.2 Vstavljanje podatkov v HTML
Struktura JSON zapisa je v vseh datotekah (slika 4.2) enaka.
[{
"ime": "Luka",
"priimek": "Andrejak",
"status": 1,
"smer": "racunalniski sistemi",
"starost": 29
}, ...]
Primer 4.24: Primer zapisa datoteke uporabniki1.json
Podatke pridobimo z AJAX poizvedbo, za prikaz podatkov pa pripravimo
HTML tabelo z razsˇirjenimi podatkovnimi atributi:
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<table id="uporabniki">
<thead >
<tr >
<th data -pt -name="ime">Ime </th >
<th data -pt -name="priimek">Priimek </th >
<th data -pt -name="status"
data -pt -choices="0: pavzer ;1: dodiplomski ;2: podiplomski">
Status </th >
<th data -pt -name="smer">Smer </th >
<th data -pt -name="starost">Starost </th >
</tr >
</thead >
</table >
$.ajax({
url: "/vrni/uporabnike/",
success: function (data) {
pType.loadData(
$(’#users ’),
data
);
}
});
Primer 4.25: HTML tabela z razsˇirjenimi podatkovnimi atributi ter klic
AJAX poizvedbe za pridobitev podatkov. Pri uspesˇnem odgovoru poizvedbe,
podatke prikazˇemo v tabeli s klicem metode pType.loadData() z ustreznimi
parametri.
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Slika 4.3: Napolnjena HTML tabela s testnimi podatki primera 4.25.
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4.6.3 Nakljucˇni podatki
Za testiranje prototipa, lahko testne podatke generiramo nakljucˇno. Tabelo
uporabnikov s primera 4.25 opremimo s podatkovnimi atributi, ki dolocˇajo
tip podatka, ki ga zˇelimo generirati:
<table id="uporabniki" data -pt -randomize="100">
<thead >
<tr >
<th data -pt -type="first">Ime </th >
<th data -pt -type="last">Priimek </th >
<th data -pt -choices="pavzer ,dodiplomski ,podiplomski">
Status </th >
<th data -pt -choices="racunalniski sistemi ,informatika ,
programska oprema">Smer </th>
<th data -pt -name="integer"
data -pt -options="{min: 18, max: 30}">Starost </th >
</tr >
</thead >
</table >
Primer 4.26: HTML tabela z razsˇirjenimi podatkovnimi atributi za
generiranje nakljucˇnih podatkov.
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Slika 4.4: Napolnjena HTML tabela z nakljucˇno generiranimi testnimi po-
datki primera 4.26.
4.6.4 Sporocˇanje napak
Ko med testiranjem prototipa uporabniki naletijo na nepravilnosti, lahko o
tem razvijalce obvestijo s posˇiljanjem podatkov o nastali situaciji. Uporaba
modula pType omogocˇa uporabnikom enostavno posˇiljanje podatkov preko
obrazca, katerega lahko priklicˇejo kadarkoli med procesom testiranja.
Zmozˇnost sporocˇanja napak razvijalcem takoj, ko se te pojavijo, je zelo
prirocˇna funkcionalnost. Na ta nacˇin zmanjˇsamo verjetnost, da bi uporabniki
pozabili sporocˇiti kaksˇno nepravilnost, hkrati pa jim sporocˇanje olajˇsamo.
Poleg informacij, ki jih uporabniki vnesejo v obrazec, se razvijalcem sa-
modejno posˇljejo sˇe dodatni podatki, katere bi lahko uporabniki pozabili
sporocˇiti. To so podatki o uporabnikovem brskalniku, operacijskem sistemu
ter napravi (namizni racˇunalnik, mobilni telefon, racˇunalniˇska tablica).
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Slika 4.5: Uporabnik zazna napako (1) in s klikom na gumb (2) priklicˇe
obrazec za posˇiljanje sporocˇil.
Slika 4.6: Uporabnik vnese podatke o napaki (3) in jih s potrditvijo obrazca
(4) posˇlje razvojni ekipi.
Poglavje 5
Testiranje resˇitve in ugotovitve
V podjetju, s katerim poslovno sodelujem, sem imel mozˇnost testirati resˇitev
za boljˇse prototipiranje na realnem projektu. V nadaljevanju bom opisal faze
prototipiranja pri razvoju dveh projektov. Projekt A je bil razvit s klasicˇno
metodologijo razvojnega prototipiranja, pri projektu B pa smo uporabili teh-
nike naprednejˇsega prototipiranja, ki jih implementira modul pType. Primer-
jal bom cˇasovno zahtevnost in sˇtevilo iteracij prototipiranja.
Projekt A: Spletna aplikacija za spremljanje in optimizacijo oglasˇevalskih
kampanj. Aplikacija zajema statisticˇne podatke o aktivnostih oglasov na
razlicˇnih oglasˇevalskih kanalih in jih prikazuje uporabniku. Sestavlja jo vecˇ
interaktivnih uporabniˇskih vmesnikov, s pomocˇjo katerih se uporabniki lazˇje
odlocˇajo za upravljanje z oglasi ter vmesnik za kreiranje porocˇil. Osredotocˇili
se bomo na segment za pregled statistik in kreiranje porocˇil.
Projekt B: Spletna aplikacija za izvajanje farmacevtskih klinicˇnih raziskav.
Gre za aplikacijo, s katero farmacevtsko podjetje zbira podatke o vplivih po-
tencialnega zdravila na bolnike. Podatke v sistem vnasˇajo zdravniki ob pe-
riodicˇnih obiskih bolnikov, ustreznost pa preverjajo neodvisni strokovnjaki.
Ob koncu raziskave je potrebno generirati razlicˇna porocˇila o poteku. Predho-
dno so se raziskave izvajale na papirju. Ob koncu raziskave je bilo potrebno
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rezultate (v fizicˇni obliki) pridobiti od vseh sodelujocˇih zdravnikov in jih
pretvoriti v elektronsko obliko. Osredotocˇili se bomo na segment za pregled
vnesˇenih podatkov.
Kljub razlicˇni problemski domeni projektov gre pri izbranih segmentih za
podobno problematiko ter podoben obseg. Oba projekta je razvijala ista ra-
zvojna ekipa, sestavljena iz vodje projekta, specialista za uporabniˇske vme-
snike in dveh programerjev.
5.1 Potek razvoja
Pri obeh primerih je bila uporabljena metodologija razvojnega prototipira-
nja. Prototipiranje se je zacˇelo z izdelavo staticˇnih pritotipov, ki so se kasneje
nadgradili v dinamicˇne in na koncu v delujocˇo aplikacijo. Za hitrejˇse gene-
riranje staticˇnih prototipov smo v podjetju razvili PHP knjizˇnico. Knjizˇnica
zna generirati osnovne HTML gradnike, kot so: tabele, seznami, menuji,
grafi, gumbi in vnosni obrazci. HTML gradniki so generirani v skladu s CSS
frameworkom Bootstrap, tako da so zˇe avtomaticˇno prilagodljivi za razlicˇne
velikosti zaslonov in razlicˇne naprave, hkrati pa imajo tudi sodoben izgled.
5.1.1 Projekt A
Problemska domena
Pregled statistik oglasov omogocˇa uporabnikom podrobno analizo obnasˇanja
oglasˇevalske kampanje v cˇasu. Dobra analiza pa je predpogoj za optimizacijo.
Statistike oglasov predstavljajo metrike, kot so prikazi, kliki, cˇas izpostavlje-
nosti, cena ipd. Problem pri optimizaciji oglasˇevalskih kampanj je v veliki
kolicˇini podatkov, ki jih je potrebno spremljati. Glavni cilj segmenta je bil
poiskati najbolj ustrezen nacˇin za prikaz podatkov.
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Opis procesa
Razvoj smo zacˇeli z izdelavo staticˇnega prototipa. Za dolocˇitev osnovnega
okvira uporabniˇskega vmesnika smo potrebovali tri verzije prototipa. Prvo
vecˇje testiranje s strani uporabnikov se je zgodilo po izdelani cˇetrti verziji
prototipa. Prototip je vseboval zˇe dobro izdelan interaktiven graficˇni vmesnik
s testnimi podatki. Sledilo je prilagajanje tako vmesnika kot zaledne logike.
Za dolocˇitev koncˇne resˇitve smo potrebovali sˇtiri verzije prototipa (skupno
sedem). V osmi verziji smo resˇitev dodelali v koncˇno resˇitev. Deveta verzija
pa je bila namenjena piljenju uporabniˇskega vmesnika.
Verzije 1, 2 in 3:
Z uporabo staticˇnega prototipa smo priˇsli do grobega okvira uporabniˇskega
vmesnika.
Verzija 4:
Nadgrajevanje v dinamicˇni prototip z interaktivnim uporabniˇskim vmesni-
kom in testnimi podatki.
Verzija 5:
Zacˇetek izdelave zalednega sistema.
Verziji 6 in 7:
Prilagajanje vmesnika in zalednega sistema glede na povratne informacije
uporabnikov.
Verzija 8:
Nadgradnja prototipa v koncˇno resˇitev.
Verzija 9:
Prilagajanje uporabniˇskega vmesnika za razlicˇne tipe uporabnikov ter za-
kljucˇne izboljˇsave uporabniˇskega vmesnika.
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Slika 5.1: Diagram poteka razvoja projekta A.
Za razvoj segmenta je bilo potrebnih devet verzij prototipa. Segment je
zahteval skupno 191 razvojnih cˇlovek-ur in bil razvit v 37 dneh.
5.1.2 Projekt B
Problemska domena
Pregled stanja raziskave omogocˇa spremljanje napredka vsakega izmed pa-
cientov. Omogocˇa tudi statisticˇni prikaz odgovorov na dolocˇeno vprasˇanje
ter izpostavlja nepricˇakovana odstopanja. Raziskovalec z izbiro ustreznih
nastavitev generira porocˇila, ki se mu prikazˇejo na zaslonu.
Opis procesa
Razvoj smo, prav tako kot pri projektu A, zacˇeli z izdelavo staticˇnega pro-
totipa. Prototip smo zˇe takoj po prvem usklajevanju s stranko nadgradili v
dinamicˇnega. S tretjo verzijo prototipa smo dolocˇili vse glavne funkcionalno-
sti ter koncˇni izgled uporabniˇskega vmesnika. Sledil je razvoj prototipa glede
na bogate povratne informacije uporabnikov. S sedmo verzijo smo prototip
5.1. POTEK RAZVOJA 45
nadgradili v koncˇno resˇitev in odpravili vse nepravilnosti.
Verzija 1:
Izdelan staticˇni prototip v obliki zˇicˇnega modela.
Verziji 2 in 3:
Nadgradnja v dinamicˇni prototip z interaktivnim uporabniˇskim vmesnikom
in testnimi podatki ter prilagajanje glede na zahteve stranke.
Verzije 4, 5 in 6:
Zacˇetek izdelave zalednega sistema in tesnega sodelovanja z uporabniki. Z
uporabo sistema za sporocˇanje napak so uporabniki posredovali povratne in-
formacije na dnevni ravni.
Verzija 7:
Nadgradnja prototipa v koncˇno resˇitev.
Slika 5.2: Diagram poteka razvoja projekta B.
Za razvoj segmenta je bilo potrebnih sedem verzij prototipa. Segment je
zahteval skupno 157 razvojnih cˇlovek-ur in bil razvit v 31 dneh.
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5.2 Analiza
Za primerjavo bomo analizirali porabo cˇasa ter sˇtevilo verzij prototipa. Osre-
dotocˇili se bomo na sˇtiri pomembnejˇse segmente razvoja:
• dolocˇitev zˇicˇnega modela: razvojna ekipa, v sodelovanju s stranko,
dolocˇi vse glavni segmente uporabniˇskega vmsenika ter funkcionalnosti
• potrditev dinamicˇnega prototipa: v sodelovanju z uporabniki se
izdela dovolj dobra verzija prototipa za nadgradnjo v koncˇno resˇitev
• testiranje: postopek preverjanja prototipa
• izdelava zalednega sistema
Metrike, ki jih bomo primerjali, so cˇas, sˇtevilo dni in sˇtevilo verzij proto-
tipa. Cˇas bo podan v sˇtevilu cˇlovek-ur vlozˇenih v razvoj, v primeru testiranja
pa bo cˇas sˇtevilo ur, potrebnih za izvajanje testiranja. Primerjavo metrik po-
nazarja tabela 5.1.
A B
ver. dni ur ver. dni ur
dolocˇitev zˇicˇnega modela 3 6 28 3 8 35
potrditev prototipa 5 18 88 3 15 58
testiranje 6 11 63 4 6 38
razvoj zalednega sistema 4 12 81 2 8 41
Tabela 5.1: Primerjava cˇasa in sˇtevila potrebnih verzij pomembnejˇsih se-
gmentov pri projektih A in B.
5.2.1 Dolocˇitev zˇicˇnega modela
Dolocˇitev zˇicˇnega modela je pri obeh projektih zahtevala tri verzije proto-
tipa. Za razliko od primera A smo v primeru B za dolocˇitev zˇicˇnega modela
uporabili tudi dinamicˇni prototip. Z uporabo razvite resˇitve za izboljˇsanje
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prototipiranja smo lahko staticˇni prototip, z relativno malo truda, hitro nad-
gradili v dinamicˇnega. Za proces dolocˇitve je bilo v primeru B potrebno vecˇ
vlozˇenega cˇasa, a sta bila definicija funkcionalnosti ter izgled uporabniˇskega
vmesnika veliko bolj natancˇna.
5.2.2 Potrditev prototipa
V primeru A je razvoj prototipa potekal po nacˇelu razvoj - testiranje. Med ra-
zvojem verzije uporabniki prototipa niso testirali. Povratne informacije smo
dobivali periodicˇno. Pri razvoju projekta B pa smo povratne informacije
pridobivali zvezno. Ustreznost delovanja prototipa so uporabniki preverjali
na dnevni ravni. Razvoj projekta B se je zato lahko odvil hitreje. Do po-
trjenega prototipa smo pri projektu A priˇsli v petih verzijah prototipiranja,
pri projektu B pa v treh. Vecˇ verzij prototipa pa obicˇajno pomeni tudi vecˇ
vlozˇenega cˇasa, kar se je tudi pokazalo pri projektu A.
5.2.3 Testiranje
Pri projektu A je testiranje potekalo tako, da se je vsako verzijo prototipa
testiralo v celoti. Po opravljenem testu smo od uporabnikov dobili povratne
informacije, ki so nam pomagale pri razvoju naslednje verzije prototipa. Pri
projektu B je testiranje po istem principu potekalo samo v fazi dolocˇanja
zˇicˇnega modela, potem pa se je testiranje s strani uporabnikov izvajalo tudi
med razvojem verzije. Povratne informacije smo dobivali zelo pogosto. Po-
zitiven ucˇinek sprotnih povratnih informacij je v tem, da je bil cˇas, vlozˇen v
razvoj, veliko bolje izkoriˇscˇen kot v primeru A.
5.2.4 Razvoj zalednega sistema
Zaradi nejasnih zahtev je razvoj napacˇno delujocˇih funkcionalnosti pri pro-
jektu A zahteval kar nekaj cˇasa. Zaradi periodicˇnega testiranja se je napacˇna
funkcionalnost detektirala prepozno.
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5.3 Ugotovitve
Pri obeh primerih se je izkazalo, da je stranka dobila pravo sliko o aplikaciji
sˇele ob stiku uporabnikov z dinamicˇnim (funkcionlanim) prototipom. Po
nekaj preizkusih uporabe so hitro nasˇli pomanjkljivosti in napake v zasnovi.
Pri projektu A se je to zgodilo v cˇetrti verziji prototipa, pri projektu B pa
v drugi. Sledilo je vecˇ verzij prototipov za iskanje ustrezne resˇitve. Prav
tu se je izkazala prednost dinamicˇnih prototipov. Z zmozˇnostjo generiranja
testnih podatkov in enostavnostjo vkljucˇevanja podatkov v HTML nam je
uporaba razvitega modula pri projektu B omogocˇila testiranje vecˇ razlicˇic
uporabniˇskega vmesnika v krajˇsem cˇasu.
Generiranje testnih podatkov je pri projektu B omogocˇilo izdelavo zelo
realnega prototipa v zgodnjih verzijah. Vsi elementi graficˇnega vmesnika so
vsebovali podatke, ki so uporabnikom dajali vtis realne situacije. Generiranje
podatkov se je izkazalo uporabno tudi z vidika testiranja prikazovanja raznih
elementov graficˇnega vmesnika. Interaktivno smo lahko z uporabniki testi-
rali obnasˇanje tabel pri veliki in majhni kolicˇini podatkov in dolocˇili kljucˇne
funkcionalnosti, predvsem za filtriranje in iskanje vnosov.
Sistem za sporocˇanje napak se je izkazal za odlicˇno resˇitev. Uporabniki so
lahko na enostaven nacˇin javljali nepravilnosti z razsˇirjenimi informacijami
o stanju aplikacije pri pojavitvi napake. Sistem nam je zelo olajˇsal resˇevanje
tezˇav, ki so se pojavile pri prikazu graficˇnega vmesnika v razlicˇnih brskalnikih.
Tezˇava modula, ki se je vecˇkrat pojavila, pa je bila v vsakokratnem spre-
minjaju podatkov ob osvezˇevanju strani. Ob vsakokratnem nalaganju strani
modul zgenerira nove nakljucˇne podatke. To je uporabnikom v zacˇetku pov-
zrocˇalo nekaj tezˇav.
Poglavje 6
Zakljucˇek
Pri izdelavi prototipov spletnih aplikacij se razvijalci pogosto posluzˇujejo
razlicˇnih oblik staticˇnih prototipov (generirani zˇicˇni diagrami, skice). Ti s
svojimi omejitvami pogosto preslabo simulirajo koncˇni produkt, zato je za is-
kanje ustrezne resˇitve potrebno izdelati vecˇ verzij prototipa. S povecˇevanjem
sˇtevila verzij se podaljˇsuje cˇas razvoja s tem pa tudi strosˇek celotnega pro-
jekta. Izdelava dimanicˇnih prototipov omogocˇa podrobnejˇso predstavitev
koncˇnega produkta in mozˇnost hitrejˇsega preverjanja domnev. Prednost di-
namicˇnih prototipov je v zmansˇevanju sˇtevila potrebnih verzij prototipa, sla-
bost pa v kompleksnosti izdelave.
Ne glede na tip izdelanega prototipa je pri metodologiji prototipiranja
velik povdarek na komunikaciji med razvijalci in uporabniki. Ko razvijalci
izdelajo verzijo prototipa, jo uporabniki pretestirajo, zberejo povratne in-
formacije in te informacije posredujejo razvijalcem. Na podlagi teh izdelajo
novo, izboljˇsano verzijo prototipa. V primeru neustreznega obnasˇanja proto-
tipa, povratne informacije uporabnikov pogosto ne obsegajo dovolj podatkov
za razvojno ekipo. Odzivi uporabnikov, kot denimo ”Izracˇun ni tocˇen” ali
”Ko kliknem na gumb, se mi podre tabela” ne vsebujejo dovolj informacij o
vseh vplivih za pojavljanje tezˇav, zato je potrebno s strani razvijalcev ve-
liko dodatnega dela, da simulirajo stanje prototipa, pri katerem je do napake
priˇslo.
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Za pomocˇ pri izdelavi dinamicˇnih prototipov in posredovanju povratnih
informacij sem predstavil resˇitev, ki razvijalcem olajˇsa nadgrajevanje staticˇnih
prototipov v dinamicˇne; uporabnikom pa poenostavi sporocˇanje tezˇav pro-
totipa. Zmozˇnost avtomaticˇnega vstavljanja podatkov v HTML, generiranja
nakljucˇnih podatkov ter simulacije poizvedb na zaledni sistem pohitri proces
izdelave dinamicˇnih prototipov.
6.1 Nadaljnji razvoj
Pri uporabi na prakticˇnem primeru se je resˇitev izkazala za dober proto-
tip. Z vsemi komponentami, ki prototip naredijo bolj realen, uporabnikom
omogocˇa, da se vzˇivijo v situacijo dejanske uporabe aplikacije. To omogocˇa
zajem boljˇsih povratnih informacije uporabnikov, predvsem pa mozˇnost hi-
trejˇsega iskanja ustrezne resˇitve. Seveda pa bi lahko resˇitev sˇe dodatno nad-
gradil in dodelal.
Generiranje nakljucˇnih podatkov
Tezˇava, ki se je pojavila v praksi, je v spreminjaju nakljucˇnih podatkov ob
osvezˇevanju strani. Generiranje bi razsˇiril tako, da bi lahko uporabnik ’za-
klenil’ osvezˇevanje. Podatke bi moral na nek nacˇin shraniti, da bi jih lahko
ob naslednji osvezˇitvi zopet prikazal.
Sporocˇanje napak
Pri posˇiljanju podatkov o napaki, bi lahko poleg uporabnikovih in podatkov
o stanju prototipa, izvedel sˇe zajemanje slike zaslona (angl. printscreen). To
bi naredil z uporabo PhantomJS[24].
Dodatne funkcionalnosti
Izdelal bi mnozˇico pogosto uporabljenih funkcionalnosti, ki bi jih lahko raz-
vijalci enostavno vgradili v svoje prototipe. Take funkcionalnosti so denimo
preverjanje ustreznosti raznih vnosnih polj, mozˇnost sortiranja tabel ipd.
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