Introduction
Consider an XML publish-subscribe scenario with hundreds of subscribers and tens of thousands of XML documents to be delivered per day. Subscribers specify the documents in which they are interested in by means of XPath [8] expressions. If an expression matches a (part of a) document it is delivered to the subscriber. Naturally, it is desired that the decision to which subscriber a document must be sent should be taken quickly. Although the test whether a single XPath expression matches can be done in polynomial time, it is not efficient to test every such expression for every document. Fortunately, there is a partial order on expressions, i.e., for some expressions p, q it might hold that whenever a document matches p it also matches q (denoted p ⊆ 0 q). If we already know that a document matches p, we do not need to test q anymore, as it matches automatically. Correspondingly, if we know that q does not match then p will not match either. Hence, the inclusion structure of the XPath expressions should be computed in advance to decrease online computation time. This leads to the algorithmic problem of XPath Query Containment, i.e., checking whether p ⊆ 0 q (for a different, indexbased approach see, e.g., [6] ).
The main idea of this article is to describe some of the main algorithmic techniques that have been proposed for XPath Query Containment. These techniques are described in Section 5. Before that, in Sections 2 and 3 the basic definitions on XPath and the ‡ Database Principles Column.
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§ Philipps-Universität Marburg, FB Mathematik und Informatik, 35032 Marburg, Germany, tick@informatik.unimarburg. de Query Containment Problem are given and in Section 4 there is an overview of complexity results for the problem. Finally, in Section 6 a couple of related questions are discussed. Because of space limitations, the examples in this survey are neither practical nor entertaining but as small as possible, using only tags like <a>, <b>, etc.
There are more reasons to study the XPath containment problem than the scenario mentioned above. As XPath occurs as a sublanguage in other XML languages (XQuery, XSLT, XLink, XPointer, XML Schema,...) the problem of XPath query containment and the closely related questions of equivalence and minimization are fundamental for query optimization.
Further, as XPath is used to define keys in XML Schema and other constraints can be specified by using fragments of XPath, understanding the key and constraint implication problem requires an understanding of the XPath query containment problem [4] .
Compared to the classical containment problem for relational conjunctive queries, the problem is on the one hand easier, as the structures are trees rather than arbitrary relational structures, but on the other hand much harder, as the queries might involve recursion (e.g., by navigation along the descendant-axis).
XPath

Data model
We model XML documents as rooted trees with labels from an infinite (unranked) alphabet Σ. The symbols from Σ correspond to XML tags. Every node corresponds to an element The root of the tree corresponds to the root element of the document and is denoted by root. Subelements are modelled by children. We refer to such trees as XML trees. Figure  1 displays a simple example document and its corresponding XML tree t 0 .
<a> <c></c> <c> <b> </b> </c> </a> <a> <b> </b> <b> <d> </d> <c> <c> </c> </c> </b> </a> 
Syntax of XPath
In this article we only consider a fragment of XPath. For our purposes, a step expression s is of the form axis '::' expr pred * , where axis is one of the XPath axes self, child, descendant, descendant-or-self, parent, ancestor, ancestor-or-self, following-sibling, preceding-sibling. Further, expr is a node test, i.e., either a tag name or * . Finally pred * is a possibly empty sequence of items of the form [p] , where p is an expression as defined below.
The syntax for expressions p is given by p :: 
Semantics of XPath
For each axis x and each XML tree t, we denote by A x (t) the set of all pairs (u, v) of nodes from t such that u and v are in x-relation. E.g., A child contains all pairs (u, v), for which v is the child of u. Each expression p defines, on each XML tree t, a binary relation R p (t) as follows. For a step expression s = x :: e p 1 · · · p k , the relation R s (t) is defined as the set of pairs (u, v) of nodes, for which
• v matches e, i.e., e = * or the label of v is e, and
• each set R pi (t) contains at least one pair (v, w).
For an expression p = s/q, where s is a step expression and q is an expression, the relation
Hence, the expression p 0 above defines the set of all pairs (u, v), where v is an element labelled c, which is a descendant of an element with arbitrary label, which in turn is a child of a child of u with label a. Furthermore, this child has to possess a descendant with label d. Evaluated on the tree t 0 we get the relation R p0 = {(v 1 , v 2 ), (v 1 , v 3 )}, where v 1 is the right child of the root node, v 3 is the rightmost leaf, labelled c, and v 2 is its parent.
Abbreviated syntax
For the most frequently used kinds of steps along the forward axes there exists an abbreviated syntax. We write 
Pattern trees
Expressions p which only use the child and descendant axes can be conveniently represented by their pattern tree T (p). Each step of an expression corresponds to a node, which is a child of the node of the previous step. Steps along the child axis are indicated by single lines, steps along the descendant axis by double lines. We refer to edges of the first kind as child edges and to the others as descendant edges. A predicate expression of a step s gives rise to a subtree of the node corresponding to s. The node which corresponds to the last step of an expression (the selection node) is underlined to distinguish it from the leaves that are obtained from predicates. Hence, the tree depicted in Figure 2 It should be stressed that the order in which the children of a node are depicted does not carry any meaning. In particular, this order does not need to be matched in the document.
XPath fragments
Work on XPath query containment has mainly focussed on the two most important axes, child and descendant. It even considered fragments, where disjunction, predicates [q] and/or the wildcard * are not allowed. We refer to such fragments by writing XP(L), where L is a list of the allowed components in abbreviated notation. E.g., the fragment, where only child, predicates 1 and wildcard are allowed is denoted by XP(/, [ ], * ).
Containment
Simple containment
In this section we define the basic notions about XPath query containment.
As explained in Section 2 an XPath expression p defines a binary relation R p (t), for every XML tree t. The most general notion of containment to consider is therefore based on binary relations. We write p ⊆ 2 q if R p (t) ⊆ R q (t), for every XML tree t.
1 If predicates are allowed the self axis can always be used in predicate expressions.
An alternative notion of containment only considers whether nodes match relative to the root of the tree. Here, we interpret an expression p as absolute expression, defining the set R root
, for every XML tree t. Finally, we define Boolean containment which only asks whether p and q match at all, relative to the root. We write t |= p, if R root p (t) = ∅. If t |= p implies t |= q, for every XML tree t, then we write p ⊆ 0 q.
It turns out that all three containment notions are strongly related. If only the child and descendant axes are allowed ⊆ 2 and ⊆ 1 are actually equivalent. If predicates are allowed then it is even sufficient to consider Boolean queries. Figure 3 shows how the tree pattern T (p 0 ) can be modified into a new tree pattern T (p 0 ) by adding a child to its selection node. It holds that p ⊆ 1 q if and only p ⊆ 0 q [19] . In the remainder of this article, we will only consider Boolean containment ⊆ 0 . Therefore, in pattern trees we no longer distinguish a selection node. It is easy to verify that p 1 ⊆ 0 q 1 holds for the expressions p 1 and q 1 underlying the tree patterns in Figure 4 . We will encounter several ways to prove this fact in the next section.
Containment under constraints
In general, p 2 ⊆ 0 q 2 does not hold for the expressions p 2 = /a/b//d and q 2 = /a//c. Nevertheless, it holds for documents like the example document above which conform to the following DTD d 2 .
We say that p ⊆ 0 q under DTD d, if t |= p implies t |= q, for all trees t that are valid w.r.t. d.
The containment problem has been studied in the presence of DTDs and of several other types of constraints [26, 2, 22] . A very general class of constraints, simple XPath Integrity Constraints (SXICs) were introduced in [9] . They are reminiscent of embedded dependencies in relational databases (cf. [1] ).
Complexity results
There are many complexity results for XPath containment, most of them with matching upper and lower bounds. Some upper bound techniques will be discussed in the next section. For space reasons we cannot touch techniques for lower bounds here. In Table 1 we list some of the main results, grouped by complexity. All complexities for coNP and the higher classes are tight, i.e., the problems are complete for the respective class.
In [19] the borderline between tractable and intractable fragments inside XP(/, //, [ ], * ) is studied. In particular, it is shown that the containment problem becomes tractable if the number of //-edges in the pattern q is bounded, but it remains coNPcomplete if only the number of wildcards or predicate occurences is bounded.
Other axes. As already mentioned, most work concentrated on the forward axes. Some results from [9] concerning backward axes are mentioned in the table. In [24] it is shown that each XPath expression has an equivalent expression without backward axes. However, this expression might have exponential size.
Some algorithmic techniques
In this section a couple of techniques will be presented that were used to obtain upper bounds for various fragments of XPath. These techniques are based on canonical models, homomorphisms, the chase procedure, and on tree automata, respectively.
All these techniques use the simple but fundamental fact that p ⊆ 0 q if and only if there is a counter- example, i.e., a tree t such that t |= p but t |= q.
The canonical model technique
Unfortunately, the fundamental equivalence does not directly provide an algorithm for testing containment, as the set of possible trees t is infinite. Nevertheless, if for a fragment X it holds that p ⊆ 0 q if and only if there is a counter-example t of polynomial size in p and q, then the containment test for X is in coNP (as the test for the complement of containment is then in NP). Accordingly, an exponential size bound for counter-example trees gives rise to a coNEXPTIME algorithm and so on. The method of canonical models, introduced in [19, 20] , tries to prune the search space by showing that there are always counter-examples (if any) with a similar shape as the pattern p. As an illustration of this technique we consider the following result [19] .
Theorem 5.1 Containment of XP(/, //, [ ], * ) expressions can be tested in coNP.
The proof shows that p ⊆ 0 q only holds if there is a counter-example t obtained from p as follows. Let z be a new symbol not occuring in p and q. Every * in the pattern tree T (p) is replaced by z. Every descendant edge is replaced by a chain of at most m(q) + 1 child edges with interior nodes labelled by z. Here, m(q) is the maximum length of a chain in T (q) consisting solely of child edges and * -nodes. It is clear that all these trees match p. It should be noted that the proof relies on the existence of a new symbol z.
As an example we consider the patterns p 1 and q 1 of 
The homomorphism technique
There is a classical characterization result for conjunctive queries against relational databases. A query p is contained in a query q if and only if there is a homomorphism from q to p [7] . Similar characterizations can also be given for some XPath fragments. For simplicity we define homomorphisms only via pattern trees although they can also be directly defined for expressions. A homomorphism h from q to p maps each node of T (q) to a node of T (p) such that the following conditions hold.
(i) The root of T (q) must be mapped to the root of T (p).
(
(iv) If u is labelled with e = * then h(u) also has to carry label e.
E.g., the mapping which maps the a-node of T (q 1 ) to the a-node of T (p 1 ), the d-node to the d-node, the c-node to the c-node and the * -node to the bnode is a homomorphism from T (q 1 ) to T (p 1 ). Note that, in general, a homomorphism does not need to be injective. If there exists a homomorphism from T (q) to T (p) then p ⊆ 0 q. For some fragments also 'only if' holds as the following result from [26, 2, 19] shows. Unfortunately, even for XP(/, //, [ ], * ) the existence of a homomorphism is not necessary for containment, as exemplified by the patterns p 4 and q 4 in Figure 7 . Although there seem to be two possible targets for the upper b-node of q 4 , none of them really makes a homomorphism. Nevertheless, by reasoning on the possible lengths of a path in a tree t that is matched with the left descendent edge of p 4 , it is easy to show that indeed p 4 ⊆ 0 q 4 holds.
A closer inspection shows that, at least for XP(/, //, [ ], * ) and its fragments, the homomorphism technique is essentially a special case of the canonical model technique, in which only one tree has to be tested. Let p and q be two expressions. We call a chain with two edges and an intermediate node labelled with a new symbol y a special chain. Let the tree t(p) be obtained from T (p) by replacing every child-edge with a special chain and each descendant-edge with a (normal) edge. Let q be the expression corresponding to the pattern tree obtained from T (q) by replacing every child-edge with a special chain. Then there is a homomorphism from T (q) to T (p) if and only if t(p) |= q .
The automata technique
The basic idea of the next approach is very simple: compute the set C of all counter-examples and check whether C is empty. This looks impossible at first sight, as C might be infinite. But it turns out that C can often be represented by a finite device, a tree automaton. The containment question can then be solved by suitably combining the tree automata corresponding to the involved expressions (and constraints) and checking whether the resulting automaton accepts a non-empty set. For a gentle introduction to tree automata in the XML context see [23] .
As a simple example for this technique, we consider XP(/, //) in the presence of DTDs. We first describe the construction of a top-down automaton A p2 for the expression p 2 = a/b//d. A p2 shall accept a tree t if and only if t |= p 2 . It traverses t from the root to the leaves. While doing so it nondeterministically selects one path from the root. On this path, it computes, for each node v, the furthest position in p 2 which is matched by the path from the root to v. Hence, on this path the states of A p2 are basically positions of p 2 , i.e., s 0 , s a , s b , s d . For nodes not on the path the automaton enters a dummy state s * . The accepting states of A p2 are s c and s * . The automaton accepts a tree t if there is a run, which has only accepting states at the leaves of t, hence, if there is a path matching p 2 . Figure 8 repesents an accepting run of A p2 on the tree t 0 of Figure 1 It should be noted that, as the example p 2 , q 2 and d 2 shows, the expressions p and q might be matched to different paths in a tree. The automata technique can also be used for more expressive XPath fragments, involving, e.g., predicates and disjunction, but the corresponding automata can become larger. The basic idea is to associate with an expression p a bottom-up automaton which computes, for each node v of a tree t, the set of subexpressions of p that match the subtree of t rooted at v. As the states are now sets of subpatterns as opposed to single subpatterns (or positions in patterns), the automata have exponential size in worst case. Therefore this approach only gives an EXPTIME algorithm for XPath containment in the presence of DTDs. But, as was shown in [22] , this is optimal. Without DTD constraints the complexity is considerably smaller and, surprisingly, depends on whether the alphabet Σ is finite or infinite [22] . Note that the proof idea of Theorem 5.1 above does not work in the case of a finite alphabet as there might not exist an unused symbol z.
The chase technique
In the relational case the homomorphism technique can be extended by the chase [17] to check query containment in the presence of integrity constraints. This approach can also be used for XML. In [9] the queries p and q are translated into relational queries p and q . The relational chase is then applied to p with the relational translation of the given XML constraints together with additional general constraints that are needed to recover some of the information lost by the translation.
In other work the chase is directly applied to pattern trees [26, 2, 28] . We illustrate the basic idea using the simple example from above. The DTD d 2 implies that each b element has a d-child as well as a c-child. We can write this as the two constraints b → d and b → c. Applying the chase procedure with these two constraints to the pattern tree of p 2 will add a d-and a c-child to the node b resulting in the pattern shown in Figure 9 . As there is an obvious homomorphism from T (q 2 ) we get (again) that p 2 ⊆ 0 q 2 in the presence of d 2 .
Related work
XPath equivalence. Of course, equivalence of XPath expressions can be reduced to containment. In [19] it is shown that, for forward axes and in the presence of predicates, these two problems are actually equivalent. Essentially, p ⊆ 0 q if and only if p and p[/q] are equivalent. A different approach to XPath equivalence via Datalog has been taken in [27] .
XPath minimization. A related problem is the minimization of XPath queries, i.e., given an expression p to find a minimal equivalent expression p . As pointed out in [10] , minimization is possible in polynomial time for an XP-fragment, if containment for this fragment can be decided via homomorphisms and it always holds that p is essentially a subpattern of p. In this way, PTIME-minimization was proved for XP(/, [ ], * ) [26] and for XP(/, //, [ ]) [2] . In [10] it is shown that XP(/, //, [ ], * ) also has the subpattern property. We already saw that it does not have the homomorphism property though, therefore the minimization problem is coNP-hard. Nevertheless, a PTIME-algorithm can be obtained for expressions from XP(/, //, [ ], * ) in which, for each node, all but one subtrees are linear. A general framework for optimization of XPath expressions has been studied in [16] .
XPath evaluation. In [11] it was shown that XPath expressions can be evaluated in polynomial time (combined complexity), for a much larger fragment of XPath than the one considered here. This result was improved both in theory (precise complexity results) [12] and pratice [13] . A quick introduction to this topic can be found in [14] .
Characterizing XPath. In [3] XPath fragments are characterized in terms of existential first-order logic. Furthermore closure properties and axiomatizability of many fragments are studied. An elegant characterization and an extension of XPath by socalled conditional axes can be found in [18] . The containment problem is also studied.
Containment for path queries on graphs. A lot of work has been done on containment for regular path queries in the more general framework of semistructured data, see e.g. [5, 15] and citations therein.
Tree pattern matching. An overview of algorithms for pattern matching in trees and graphs can be found in [25] .
