Moniparadigmaisen Scala-kielen vertaileva analyysi by Poikelin, Sindi
Moniparadigmaisen Scala-kielen vertaileva analyysi
Sindi Poikelin
Helsinki 8.5.2013
Pro gradu -tutkielma
HELSINGIN YLIOPISTO
Tietojenkäsittelytieteen laitos
Matemaattis-luonnontieteellinen tiedekunta Tietojenkäsittelytieteen laitos
Sindi Poikelin
Moniparadigmaisen Scala-kielen vertaileva analyysi
Tietojenkäsittelytiede
Pro gradu -tutkielma 8.5.2013 73 sivua + 10 liitesivua
Scala, Java, C#, Kotlin, ohjelmointiparadigmat
Ohjelmointikieliä jaotellaan ohjelmointiparadigmoihin sen mukaan, millaista laskentamallia kielessä
käytetään. Moniparadigmakielet tukevat useampaa paradigmaa eli soveltuvat erilaisiin käyttö-
tarkoituksiin. Tämän tutkielman tarkoituksena on analysoida Scala-kieltä moniparadigmakielenä
vertaamalla sen ominaisuuksia muiden kielten vastaaviin ominaisuuksiin eri paradigmojen kannalta.
Tässä tutkielmassa tutkittavia ohjelmointiparadigmoja ovat olio-ohjelmointi, funktionaalinen ohjel-
mointi, geneerinen ohjelmointi ja rinnakkaisohjelmointi. Vertailukielinä käytetään Javaa, C#:ia ja
Kotlinia. Vertailukriteereiksi on valittu luettavuus, kirjoitettavuus sekä luotettavuus, jotka kuvaavat
sopivalla tasolla kielen käytettävyyttä ja toimivuutta.
ACM Computing Classiﬁcation System (CCS):
Software and its engineering: Multiparadigm languages,
Software and its engineering: Language features
Tiedekunta  Fakultet  Faculty Laitos  Institution  Department
Tekijä  Författare  Author
Työn nimi  Arbetets titel  Title
Oppiaine  Läroämne  Subject
Työn laji  Arbetets art  Level Aika  Datum  Month and year Sivumäärä  Sidoantal  Number of pages
Tiivistelmä  Referat  Abstract
Avainsanat  Nyckelord  Keywords
Säilytyspaikka  Förvaringsställe  Where deposited
Muita tietoja  övriga uppgifter  Additional information
HELSINGIN YLIOPISTO  HELSINGFORS UNIVERSITET  UNIVERSITY OF HELSINKI
ii
Sisältö
1 Johdanto 1
2 Ohjelmointiparadigmat ja ohjelmointikielten vertailukriteerit 2
2.1 Ohjelmointiparadigmat . . . . . . . . . . . . . . . . . . . . . . . . . . 2
2.2 Kielten vertailukriteerit . . . . . . . . . . . . . . . . . . . . . . . . . . 5
3 Moniparadigmakieli Scala 8
3.1 Scalan esittely . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
3.2 Olio-ohjelmointi Scalalla . . . . . . . . . . . . . . . . . . . . . . . . . 9
3.3 Funktionaalinen Scala . . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.4 Geneerisyys Scalassa . . . . . . . . . . . . . . . . . . . . . . . . . . . 23
3.5 Rinnakkaisohjelmointi Scalalla . . . . . . . . . . . . . . . . . . . . . . 26
4 Moniparadigmakielet C# ja Kotlin 33
4.1 C#: Javan ja C++:n seuraaja . . . . . . . . . . . . . . . . . . . . . . 33
4.1.1 C#:n esittely . . . . . . . . . . . . . . . . . . . . . . . . . . . 33
4.1.2 C#:n ominaisuudet . . . . . . . . . . . . . . . . . . . . . . . . 33
4.2 Kotlin: Scalan haastaja . . . . . . . . . . . . . . . . . . . . . . . . . . 36
4.2.1 Kotlinin esittely . . . . . . . . . . . . . . . . . . . . . . . . . . 36
4.2.2 Kotlinin ominaisuudet . . . . . . . . . . . . . . . . . . . . . . 36
5 Scalan ominaisuuksien analyysi ja vertailu 39
5.1 Kielten yleiset ominaisuudet . . . . . . . . . . . . . . . . . . . . . . . 39
5.2 Luokat, oliot ja perintä . . . . . . . . . . . . . . . . . . . . . . . . . . 41
5.3 Funktionaalisuus . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 48
5.4 Geneerisyys . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 55
5.5 Rinnakkaisuuden hallinta . . . . . . . . . . . . . . . . . . . . . . . . . 59
5.6 Scalan ominaisuuksien analyysi . . . . . . . . . . . . . . . . . . . . . 64
iii
6 Yhteenveto 69
Lähteet 71
Liitteet
1 Person-luokka
2 Kovariantti Stock-tyyppi
3 Tuottaja ja kuluttaja
11 Johdanto
Ohjelmointikielet jaetaan ohjelmointiparadigmoihin sen mukaan, mitä laskentamal-
lia kyseisessä kielessä käytetään ongelmanratkaisuun eli millaisista komponenteista
ohjelma pääasiassa koostuu ja miten ohjelman suoritus etenee. Paradigmoja ja nii-
den jaotteluja aliparadigmoihin on lukuisia. Tunnetuimpia paradigmoja ovat prose-
duraalinen ja funktionaalinen ohjelmointi sekä olio-ohjelmointi. Ohjelmointikielet
tukevat useimmiten useampaa ohjelmointiparadigmaa eli ovat moniparadigmaisia.
Moniparadigmaisissa kielissä on pyritty yhdistämään eri paradigmojen hyvät puolet,
jotta kieliä pystyttäisiin käyttämään monipuolisesti erilaisiin tilanteisiin. Näin ei
tarvitse toteuttaa ohjelmien eri osia eri kielillä, kuten olioita yhdellä ja algoritmeja
toisella kielellä tehokkaan ratkaisun saavuttamiseksi. Toisaalta moniparadigmakielet
saattavat olla monimutkaisia ja kasvaa vaikeasti hallittaviksi kokonaisuuksiksi.
Tässä tutkielmassa arvioidaan Scalaa moniparadigmaisena ohjelmointikielenä ver-
tailemalla Scalan eri ohjelmointiparadigmoja tukevia ominaisuuksia ja menetelmiä
muiden kielten vastaaviin ominaisuuksiin. Vertailukielinä käytetään Scalan poh-
jana toimivaa Javaa, C#:a sekä Kotlinia. Myös Kotlin pohjautuu Javaan, mutta
sen kehittäjät sanovat sen olevan yksinkertaisempi kuin Scala [Bre11]. C# taas
on .NET-ympäristöön tehty Javan tyylinen moniparadigmakieli. Vertailun avulla
voidaan analysoida Scalan ratkaisujen toimivuutta eri tilanteissa ja eri paradigmojen
näkökulmista, sekä kartoittaa eri kielten tarjoamia piirteitä ja niiden monipuolisuut-
ta. Vertailussa ja analyysissä käytetään neljää Scalan tukemaa ohjelmointiparadig-
maa sekä kolmea vertailukriteeriä, jotka on selostettu luvussa 2.
Luvussa 2 esitellään ohjelmointiparadigmojen teoriaa ja erityisesti tässä tutkiel-
massa näkökulmina käytettävät paradigmat. Lisäksi esitellään vertailun ja ana-
lyysin pohjana käytettävät vertailukriteerit. Luvussa 3 käydään läpi Scala-kielen
ominaisuuksia jaoteltuina eri paradigmoja tukeviin kokonaisuuksiin. Luvussa 4 esi-
tellään lyhyesti vertailukielinä käytettävät C# ja Kotlin sekä kerrotaan yleisesti
näiden kielten ominaisuuksista. Luvussa 5 suoritetaan vertailu eri kielten välil-
lä sekä analyysi Scalan ratkaisuista. Ensin käydään läpi kielten perustavia eroja
ja yhtäläisyyksiä. Seuraavaksi tarkastellaan ja analysoidaan kielten eri ohjelmoin-
tiparadigmoja tukevia ominaisuuksia esimerkkien avulla. Lopuksi esitellään joh-
topäätökset ja yhteenvetona kielten vertailumatriisi.
22 Ohjelmointiparadigmat ja ohjelmointikielten ver-
tailukriteerit
Ohjelmointikieliä jaetaan paradigmoihin niiden käyttämien mekanismien perusteel-
la. Yleisimpiä ohjelmointiparadigmoja ovat olio-ohjelmointi, funktionaalinen ohjel-
mointi ja rinnakkaisohjelmointi. Lisäksi tässä tutkielmassa käsitellään geneeristä
ohjelmointia.
Tässä luvussa kerrotaan ohjelmointiparadigmojen jaottelusta sekä esitellään käytet-
tävät paradigmat. Toisessa aliluvussa käydään läpi vertailukriteerit, joiden perus-
teella kielten vertailu sekä Scala-kielen analyysi tehdään.
2.1 Ohjelmointiparadigmat
Yleensä ohjelmointikielet jaetaan proseduraalisiin eli imperatiivisiin sekä deklaratii-
visiin kieliin. Imperatiivisten kielten tärkein ominaisuus on tilallisuus. Ohjelmalla
on siis tila, jota ylläpidetään ja muutetaan ohjelmointilauseilla [Hud89]. Lausei-
den suoritusjärjestys on deterministinen, eli ne suoritetaan järjestyksessä. Lisäksi
suoritusjärjestys on ketjutettu (sequenced) eli lauseet suoritetaan yksi kerrallaan
peräkkäisessä järjestyksessä. Tunnettuja ja perinteisiä proseduraalisia ohjelmoin-
tikieliä ovat esimerkiksi C ja Pascal [Seb10, s. 57].
Deklaratiivisissa ohjelmointikielissä ei ole eksplisiittisesti määriteltyä suoritusjärjes-
tystä, vaan ohjelma koostuu määrittelyistä (declaration, expression) [Hud89]. Suori-
tusjärjestys voi määräytyä esimerkiksi funktiokutsujen avulla, kuten funktionaa-
lisessa ohjelmoinnissa, joka on deklaratiivisten kielten aliparadigma. Deklaratiiviset
kielet ovat myös tilattomia. Tila voidaan kuitenkin toteuttaa kuljettamalla sitä eks-
plisiittisesti parametrina funktiolta toiselle [Hud89].
Eräitä ohjelmoinnin piirteitä ovat muuttuvuuden (mutable) ja muuttumattomuuden
(immutable) käsitteet. Oliot ovat muuttumattomia eli immutaabeleita, mikäli niille
suoritettavat operaatiot eivät itse asiassa muuta kyseistä oliota vaan tuottavat uu-
den olion. Esimerkiksi funktiolle parametreina välitettävät arvot ovat kyseisen funk-
tion kannalta immutaabeleita, mikäli funktion niihin kohdistamat operaatiot eivät
vaikuta alkuperäiseen arvoon funktion ulkopuolella.
3Olio-ohjelmointi
Olio-ohjelmoinnissa data ja siihen liittyvät funktiot yhdistetään loogisiksi yksiköiksi
eli luokiksi. Luokat ovat eräänlaisia pohjapiirustuksia eli määritelmiä, jotka voivat
sisältää kenttiä ja metodeja. Oliot ovat luokkien ilmentymiä. Luokan avulla voidaan
siis luoda dynaamisesti mielivaltainen määrä olioita, joilla on samat ominaisuudet
[Seb10, s. 474].
Eräitä olio-ohjelmoinnin peruskäsitteitä ovat tiedon kapselointi ja abstrahointi. Kap-
selointi tarkoittaa datan ja siihen liittyvien operaatioiden yhdistämistä yhdeksi ko-
konaisuudeksi, kuten luokaksi tai useita luokkia sisältäväksi pakkaukseksi [Seb10,
s. 474]. Tiedon abstrahoinnilla tarkoitetaan eräänlaisen yksinkertaisen rajapinnan
määrittelyä, jonka avulla voidaan piilottaa toteutuksen yksityiskohdat [Sco09, s.
217]. Tiedon abstrahointi toteutetaan olio-ohjelmoinnissa luokkien avulla. Lisäksi
luokat muodostavat perintähierarkian, jossa spesiﬁt aliluokat periytyvät korkeampaa
abstraktiotasoa edustavista yliluokista [Seb10, s. 525]. Aliluokka perii yliluokkansa
ominaisuudet sekä lisää siihen omia tarkentavia ominaisuuksiaan.
Periytymisen avulla voidaan lisätä koodin uudelleenkäytettävyyttä ja mahdollis-
taa sekä inkluusio- että operaatiopolymorﬁsmi. Inkluusiopolymorﬁsmi eli sisällyttävä
polymorﬁsmi tarkoittaa sitä, että aliluokan oliota voidaan käsitellä yliluokan ilmen-
tymänä [CaW85]. Useammasta eri aliluokasta luotuja olioita voidaan siis käsitellä
yhdenmukaisesti yhteisestä yliluokasta perityn rajapinnan avulla. Operaatiopoly-
morﬁsmi eli myöhäinen sidonta taas tarkoittaa operaatioiden suoritusaikaista sidon-
taa ja mahdollistaa metodien korvaamiseen aliluokissa. Myöhäisen sidonnan avulla
kutsutun metodin toteutus valitaan suoritusaikana olion tyypin perusteella [Seb10,
s. 528].
Luokat voivat edustaa reaalimaailman konkreettisia asioita tai abstrakteja käsit-
teitä, kuten esineitä tai tapahtumia. Tämä helpottaa ohjelman ymmärtämistä ja
ylläpitoa, sillä ohjelma voidaan mallintaa reaalimaailman pohjalta. Myös luokkien
väliset suhteet on helpompi hahmottaa, koska ne voidaan johtaa luokkien edus-
tamien käsitteiden ja asioiden välisistä suhteista. Tunnettuja olio-ohjelmointikieliä
ovat muun muassa Smalltalk, C++ ja Java [Seb10, s. 21].
Funktionaalinen ohjelmointi
Funktionaalisessa ohjelmoinnissa on kaksi keskeistä ideaa. Ensinnäkin funktiot ovat
niin sanottuja ensimmäisen luokan kansalaisia (ﬁrst-class value), joita voidaan käyt-
4tää kuin mitä tahansa muitakin arvoja, kuten kokonaislukuja [Hud89]. Funktioita
voi siis sijoittaa muuttujiin, välittää parametreina ja palauttaa paluuarvoina. Lisäksi
voidaan määritellä funktioliteraaleja eli nimettömiä funktioita samoin kuin voidaan
määritellä kokonaislukuliteraaleja.
Toinen funktionaalisuuden perusajatus on sivuvaikutuksettomuus [Hud89]. Funktio
on sivuvaikutukseton, jos se palauttaa samoilla parametreilla aina saman tulok-
sen, eikä vaikuta muuhun ohjelmaan. Funktion sivuvaikutus voisi olla esimerkiksi
globaalin muuttujan arvon muuttaminen tai viestin tulostaminen ruudulle. Puh-
taasti funktionaalisella ohjelmalla ei toisin sanoen ole tilaa, ja kaikki siinä käytet-
tävät arvot ovat muuttumattomia.
Funktionaalisen ohjelmoinnin peruspiirteisiin kuuluva laiska laskenta (lazy evalu-
ation) tarkoittaa sitä, että arvo generoidaan vasta sitten, kun sitä tarvitaan ja
vain kerran [Hud89]. Näin säästetään laskentaresursseja sellaisissa tapauksissa, jois-
sa joitain ohjelman osia ei koskaan tarvita. Lisäksi laiska laskenta mahdollistaa
kätevästi äärettömien tietorakenteiden, kuten äärettömien lukujonojen, käytön, sillä
tietorakenteen alkioita lasketaan vain käytettävä määrä.
Funktionaalisia piirteitä omaavia ohjelmointikieliä on paljon, mutta puhtaasti funk-
tionaalisia kieliä on vähemmän. Näitä ovat muun muassa Miranda ja Haskell [Seb10,
s. 52].
Rinnakkaisohjelmointi
Rinnakkaislaskenta tarkoittaa ohjelmien tai ohjelman osien suorittamista samanai-
kaisesti, jolloin pyritään esimerkiksi tehostamaan ohjelmia käyttämällä hyväksi usei-
ta prosessoreita [Seb10, s. 580]. Rinnakkaisuus on erityisen hyödyllistä silloin, kun
ohjelmaan sisältyy itsenäisesti ja toisistaan riippumatta toimivia komponentteja tai
prosesseja, joita voidaan suorittaa samanaikaisesti. Ohjelman sisäiset rinnakkaiset
osat suoritetaan omissa säikeissään [Seb10, s. 581]. Prosessit voivat kommunikoida
keskenään viestinvälityksen, yhteisten muuttujien tai parametrien avulla.
Rinnakkaisuutta tukevia ohjelmointikieliä ovat muun muassa Ada, Java ja C#
[Seb10, s. 585]. Rinnakkaisohjelmointiin on olemassa myös erillisiä kirjastoja, kuten
OpenMP-kirjasto C-, C++- ja Fortran-kielille [Seb10, s. 585].
5Geneerinen ohjelmointi
Geneerisyys tarkoittaa eksplisiittistä parametrista polymorﬁsmia (explicit paramet-
ric polymorphism) eli ohjelmakomponenttien, kuten luokkien tai funktioiden, varus-
tamista tyyppiparametrilla (type parameter) [Sco09, s. 292] [CaW85]. Täten kompo-
nenttia voidaan soveltaa erityyppiseen dataan antamalla sovellettava tyyppi para-
metrina komponentille. Toisin sanoen voidaan määritellä ryhmä erityyppisiä kompo-
nentteja yhdellä geneerisellä komponentilla. Tyyppiparametria hyödynnetään erityi-
sesti kokoelmaluokkien yhteydessä, jolloin kyseistä kokoelmaluokkaa voidaan käyt-
tää useiden eri tietotyyppien olioiden säilömiseen. Geneerisyys tukee ohjelmakoodin
uudelleenkäyttöä ja siten vähentää koodin määrää.
Geneerisyyttä tukevia ohjelmointikieliä ovat muun muassa C++, Eiﬀel, Java ja C#
[Sco09, s. 149].
2.2 Kielten vertailukriteerit
Ohjelmointikieliä voidaan arvioida ja vertailla niiden käytettävyyteen ja toimivuu-
teen liittyvillä kriteereillä. Kielten käyttötarkoitukset ja ohjelmoijien suosimat kiel-
ten rakenteet vaihtelevat, joten kriteerien tulee olla näistä riippumattomia. Esi-
merkiksi luettavuus on kriteeri, jota voi käyttää minkä tahansa ohjelmointikielen
arviointiin. Kriteerit voivat myös olla keskenään ristiriitaisia, kuten esimerkiksi kie-
len yksinkertaisuus ja ilmaisuvoima eli kyky toteuttaa paljon operaatioita vaivat-
tomasti ja lyhyesti.
Jarallah AlGhamdin ja Joseph Urbanin listaamiin ohjelmointikielten kvalitatiivi-
siin vertailukriteereihin kuuluivat muun muassa kielen säännöllisyys, modulaari-
suus, siirrettävyys ja kontrollirakenteiden kattavuus [AlU93]. Säännöllisyys vastaa
myöhemmin esiteltävää ortogonaalisuuden käsitettä. Modulaarisuudella tarkoite-
taan mahdollisuutta jakaa koodi pienempiin osiin hallittavuuden parantamiseksi.
Siirrettävyys taas tarkoittaa tuotettavan ohjelman toimivuutta eri käyttöympäris-
töissä. Kontrollirakenteiden kattavuudella tarkoitetaan esimerkiksi ehtolauseiden ja
silmukkarakenteiden sekä kielen kohdealueen kannalta tarvittavien rakenteiden riit-
tävyyttä. Raphael Finkelin kriteerilistauksessa mainittiin esimerkiksi kielen ilmaisu-
voima ja suoritustehokkuus, johon voivat vaikuttaa sekä kääntäjä että ohjelmoija
[Fin96, s. 3-4].
Robert Sebesta on tiivistänyt kriteerit kolmeen: luettavuus, kirjoitettavuus ja luo-
tettavuus t. Luettavuus ja kirjoitettavuus määrittelevät, kuinka helppoa kielellä
6on tuottaa ja ylläpitää ohjelmia. Luotettavuus taas vaikuttaa kielellä tuotettujen
ohjelmien toimivuuteen, sillä ohjelmoijan tulee voida luottaa siihen, että koodi toimii
odotetulla tavalla. Näitä kriteereitä käytetään tämän tutkielman kielten vertailussa
ja Scalan ratkaisujen toimivuuden analyysissä. Kriteerit on valittu siksi, että ne ku-
vaavat tutkielmaan sopivalla tasolla kielen käytettävyyttä ja toimivuutta. Tutkiel-
massa ei oteta kantaa esimerkiksi kielten siirrettävyyteen, sillä se ei liity suoraan
kielen moniparadigmaisuuden arviointiin. Taulukossa 1 on listattu käytettävät kri-
teerit sekä niihin vaikuttavat ohjelmointikielen tarkemmat piirteet, joita tutkielmas-
sa käsitellään.
Kriteeri
Piirre Luettavuus Kirjoitettavuus Luotettavuus
Yksinkertaisuus * * *
Ortogonaalisuus * * *
Syntaksi * * *
Abstrahoinnin tuki * *
Ilmaisuvoima * *
Tyyppitarkistukset *
Rajoitettu moninimisyys *
Taulukko 1: Käytettävät kielten vertailukriteerit.
Kielen luettavuudella tarkoitetaan koodin helppolukuisuutta ja ymmärrettävyyttä.
Tähän vaikuttavat kielen yksinkertaisuus, ortogonaalisuus ja syntaksi, jotka kaikki
vaikuttavat vahvasti toisiinsa. Ortogonaalisuudella tarkoitetaan kielen rakenteiden
riippumattomuutta toisistaan. Kielen piirre on ortogonaalinen, mikäli se on riippu-
maton käyttöympäristöstään. Ortogonaalisuuden puute johtaa erikoistapauksiin kie-
len rakenteiden käytössä, esimerkiksi osoittimien mahdollisten kohdetietotyyppien
rajoittaminen. Erikoistapausten määrä on suoraan verrannollinen kielen yksinker-
taisuuteen. Myös syntaksiin liittyvät ratkaisut vaikuttavat kielen yksinkertaisuu-
teen. Syntaksin selkeys ja johdonmukaisuus itsessään helpottavat koodin lukemista,
kun taas esimerkiksi avainsanojen käytön mahdollistaminen tunnuksina vaikeuttaa
koodin hahmottamista.
Kielen kirjoitettavuudella tarkoitetaan kielen kohdealueeseen kuuluvan ohjelman to-
teutuksen vaikeustasoa. Kirjoitettavuuteen vaikuttavat edellisessä kappaleessa lue-
teltujen ohjelmointikielen piirteiden lisäksi abstrahoinnin tuki ja ilmaisuvoima. Las-
kennan abstrahointia voidaan tukea mahdollistamalla koodilohkon nimeäminen ali-
7ohjelmaksi tai funktioksi, jota voidaan kutsua muualla ohjelmassa. Siten kyseistä
koodilohkoa ei tarvitse kirjoittaa aina uudestaan, kun se halutaan suorittaa. Tiedon
abstrahointia tukevat tietotyypit, kuten luokat, ja niiden keskinäinen periytyminen.
Ilmaisuvoimalla tarkoitetaan mahdollisuutta toteuttaa monimutkaistakin laskentaa
vaivattomasti ja lyhyllä määrällä koodia. Tämä vaatii kielen valmiiden operaatto-
reiden ja kontrollirakenteiden riittävää monipuolisuutta, kuten erilaiset silmukkara-
kenteet for ja while tukemaan erilaisia käyttötapauksia.
Kielen luotettavuus tarkoittaa sitä, että ohjelma toimii määrittelyiden ja vaatimus-
ten mukaisesti kaikissa tilanteissa. Luotettavuuteen vaikuttavat kaikki edellä luetel-
lut ohjelmointikielen piirteet sekä tyyppien tarkistukset ja moninimisyyden rajoit-
taminen. Tyyppien käännösaikaiset tarkistukset ovat erityisen tärkeitä ohjelman luo-
tettavuuden kannalta. Niiden avulla monet virheet voidaan havaita jo käännösvai-
heessa ja suoritusaikaiset virheet vähenevät. Moninimisyydellä tarkoitetaan pääsyä
samaan olioon usean nimen kautta. Esimerkiksi kaksi muuttujaa voi viitata samaan
olioon, jolloin toisen muuttujan kautta tehty operaatio vaikuttaa myös toisen muut-
tujan arvoon. Muuttumattomat oliot sekä arvotyypit vähentävät moninimisyyden
määrää.
83 Moniparadigmakieli Scala
Scala-kielen nimi tulee sanoista scalable language, mikä tarkoittaa kielen soveltu-
vuutta hyvin erilaisiin tarpeisiin pienistä skripteistä massiivisiin järjestelmiin. Scala
on moniparadigmakieli, jonka tukemia paradigmoja ovat olio-ohjelmointi, funktio-
naalisuus, geneerisyys ja rinnakkaisuus.
Tässä luvussa esitellään ensin Scala-kielen historiaa ja kehityksen lähtökohtia. Seu-
raavissa aliluvuissa tarkastellaan Scalan ominaisuuksia eri paradigmojen näkökul-
mista.
3.1 Scalan esittely
Scala-kielen kehittäjä on Martin Odersky, joka oli aiemmin työskennellyt sekä funk-
tionaalisten ohjelmointikielten että Javan parissa [OSV08a, s. xxvii]. Hän oli jo ke-
hittänyt Javaa laajentavan Pizza-kielen, joka sisälsi parametrisen polymorﬁsmin, ar-
voina käytettävät funktiot sekä hahmontunnistuksen. Myöhemmin Odersky toteutti
geneerisen laajennoksen Javaan (GJ, Generic Java) ja kehitti javac-kääntäjän Sun
Microsystemsille [OSV08a, s. 728].
Aloitettuaan professorina Sveitsin liittovaltion teknillisessä korkeakoulussa (EPFL)
Odersky jatkoi suunnittelua tavoitteenaan yhdistää funktionaaliset ja oliopohjaiset
kielet. Hän loi tiiminsä avustuksella Funnel-kielen, joka ei kuitenkaan ollut kovin
käytännöllinen. Seuraavana syntyi Scala, joka oli rajoittavan Javan ja akateemisen
Funnelin välimuoto. Scalan kehitys alkoi vuonna 2001 ja sen ensimmäinen virallinen
julkaisu ilmestyi vuonna 2004 [Ode06]. Uusin vakaa versio 2.10 ilmestyi vuonna 2013.
Nykyisin Scalaa käytetään jo jonkin verran tuotannossa. Esimerkiksi yhteisöpalvelu
Twitter on siirtynyt osittain Ruby-kielestä Scalaan, muun muassa Scalan jousta-
vuuden ja ylläpidettävyyden ansiosta [Ven09]. Suomalaisista yrityksistä esimerkiksi
Reaktor käyttää Scalaa ohjelmistotuotannossaan [EPF09].
Muuttujat ja tyypit
Scala on staattisesti tyypitetty kieli, eli muuttujan tyyppi ei voi vaihtua dynaami-
sesti suoritusaikana [OSV08a, s. 52]. Muuttujaa luotaessa ei tyyppiä kuitenkaan ole
välttämätöntä eksplisiittisesti määritellä, sillä Scala osaa useimmissa tapauksissa
päätellä muuttujan tyypin siihen sijoitetusta arvosta.
9Scalassa on kahdenlaisia muuttujia: toiset määritellään avainsanalla var ja toiset
avainsanalla val [OSV08a, s. 60]. Ensin mainittuihin voi sijoittaa arvon monta ker-
taa. Jälkimmäiset ovat eräänlaisia vakioita, eli niihin voi sijoittaa arvon vain yhden
kerran kyseisen ohjelmalohkon suorituksen aikana.
Ilmentymämuuttujien eli luokan kenttien näkyvyys on oletuksena julkinen, mut-
ta sitä voidaan säädellä määreillä private ja protected [OSV08a, s. 273]. Näistä
ensimmäistä eli luokkakohtaista näkyvyyttä voidaan tarkentaa edelleen esimerkik-
si muotoon private[this], joka tarkoittaa oliokohtaista näkyvyyttä. Avainsana
protected taas tarkoittaa näkyvyyttä kyseisessä luokassa ja sen aliluokissa periy-
tymisen kautta.
3.2 Olio-ohjelmointi Scalalla
Scala on puhdas olio-ohjelmointikieli siinä mielessä, että jokainen arvo on olio ja
jokainen operaatio on olion metodikutsu [OSV08a, s. 46]. Abstraktien ja konkreettis-
ten luokkien lisäksi Scala sisältää piirreluokat (trait), jotka mahdollistavat luokkien
välistä moniperintää muistuttavan mixin-perinnän eli sekoitekoostamisen (mixing
composition).
Luokat ja oliot
Kaikki Scala-luokat perivät luokkahierarkiassa ylimpänä olevan scala.Any-luokan.
Tämän jälkeen luokat jakautuvat arvo- ja viiteluokkiin eli perivät joko AnyVal- tai
AnyRef-luokan. Scalan arvoluokat vastaavat Javan alkeistyyppien kääreluokkia, ja
ohjelman käännösvaiheessa ne muunnetaankin Javan alkeistyypeiksi tehokkuuden
parantamiseksi [OSV08a, s. 59]. Arvoluokat perivät myös NotNull-piirteen, jonka pe-
rusteella kääntäjä estää tyhjän arvon sijoittamisen kyseisen luokan tyyppisiin muut-
tujiin. Kaikki muut Scala- ja Java-luokat ovat viiteluokkia. Hierarkiaa on selvennetty
kuvassa 3.1.
Vaikka Scalassa kaikki arvot ovat olioita, arvoluokista luotujen olioiden käsittely
eroaa viiteluokista luotujen olioiden käsittelystä käännösvaiheessa. Arvoluokasta luo-
tu olio tallennetaan kääntäjän tai tulkin varaamaan muistipaikkaan sellaisenaan, kun
taas viiteluokan ilmentymästä tallennetaan kyseiseen muistipaikkaan vain viite itse
ilmentymän sijaintiin muistissa. Tämä ei kuitenkaan näy ohjelmoijalle koodausvai-
heessa.
10
Kuva 3.1: Scalan luokkahierarkia.
Luokkien määrittely voi olla Scalalla kirjoitettuna erittäin tiivistä. Seuraavaksi esi-
tetty koodi määrittelee Point-luokan, jolle annetaan kaksi kokonaislukuparametria.
Scala luo automaattisesti kaksiparametrisen ensisijaisen konstruktorin sekä para-
metreja vastaavat luokan sisäiset val-kentät, jotka konstruktori alustaa [OSV08a, s.
50].
class Point(x: Int, y: Int) {}
Kyseisten kenttien näkyvyys on oletuksena private, mutta sen voi muuttaa julkisek-
si tarkentamalla parametrien määrittelyä konstruktorissa [OSV08a, s. 218]. Seu-
raavassa esimerkissä ensisijaisen konstruktorin alustamat kentät ovat julkisia.
class Point(val x: Int, val y: Int) {}
Nyt esimerkiksi Point-tyyppisen p-olion x-koordinaattiin voidaan viitata pistenotaa-
tiolla: p.x. Parametreihin on mahdollista lisätä myös protected-määre. Parametrit
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voidaan määritellä myös var-tyyppisiksi, jolloin niitä vastaaviin kenttiin voidaan si-
joittaa uusia arvoja [OSV08a, s. 218]. var-tyyppisten kenttien näkyvyys on oletusar-
voisesti julkinen, mutta sitä voidaan rajoittaa lisäämällä parametrille private- tai
protected-näkyvyysmääre. Esimerkiksi private-muuttujaa voidaan käyttää sellai-
sissa tilanteissa, joissa muuttujan alkuarvo annetaan parametrina, mutta muuttujan
käyttöä rajoitetaan tarjoamalla erityiset käsittelymetodit.
Luokkamäärittelyn perässä olevien aaltosulkeiden sisältö on myös ensisijaisen kons-
truktorin sisältö. Siellä olevat lausekkeet, lukuunottamatta kenttien ja funktioiden
määrittelyjä, suoritetaan ensisijaista konstruktoria kutsuttaessa [OSV08a, s. 131].
Arvoluokat
Scalan versiosta 2.10 eteenpäin myös AnyVal-luokka voidaan periä, eli käyttäjä voi
luoda omia arvoluokkia [Har13]. Arvoluokat voivat sisältää ainoastaan metodeja,
eivätkä ne voi periä muita kuin universaaleja piirteitä, joista kerrotaan tarkemmin
piirreluokkia käsittelevässä aliluvussa. Omia arvoluokkia ei myöskään voi periyt-
tää muihin luokkiin tai piirteisiin. Arvoluokka saa tasan yhden julkisen arvotyyp-
pisen val-parametrin, jota käytetään arvoluokan suoritusaikaisena esityksenä. Omia
arvoluokkia voidaan käyttää Scalan valmiiden arvoluokkien täydentämiseen niin
sanotuilla laajennosmetodeilla (extension method). Esimerkiksi seuraavan MyInt-
arvoluokan ilmentymät ovat suoritusaikaisesti Int-tyyppisiä, mutta niillä on käytös-
sään MyInt-luokan metodit.
class MyInt(val underlying: Int) extends AnyVal {
def timesTen() = underlying * 10
}
var x = new MyInt(5)
x.timesTen() // Palauttaa 50
Edellistä esimerkkiä voidaan vielä kehittää tekemällä MyInt-luokasta implisiittinen
luokka, jolloin sen sisältämiä metodeja voidaan kutsua suoraan Int-tyyppisille ar-
voille [Har13].
implicit class MyInt(val underlying: Int) extends AnyVal {
def timesTen() = underlying * 10
}
5.timesTen() // Palauttaa 50
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Esimerkissä luotiin implisiittinen arvoluokka varustamalla luokkamäärittely
implicit-määreellä. Kutsuttaessa kokonaisluvulle metodia timesTen(), kokonais-
luku muunnetaan implisiittisesti MyInt-tyyppiseksi. Näin laajennosmetodit saadaan
suoraan käyttöön Scalan valmiiden arvotyyppien yhteydessä.
Singleton-oliot
Scalassa ei ole Javassa käytettäviä staattisia ominaisuuksia, vaan sen sijasta käy-
tetään object-avainsanalla luotavia singleton-olioita. Näistä "ainokaisista" ei voi
luoda uusia ilmentymiä, eikä niille siten voi antaa parametreja [OSV08a, s. 102]. Ne
voivat kuitenkin periä yliluokan ja trait-piirteitä. Java-ohjelmoija voisi siis ajatella
singleton-olioita staattisten ominaisuuksien kokoelmina.
Kun luodaan luokka ja sen kanssa samanniminen singleton-olio, niin näitä sano-
taan kumppaniluokaksi (companion class) ja kumppaniolioksi (companion object)
[OSV08a, s. 100]. Kumppaniluokka näkee kumppaniolion yksityiset kentät ja metodit,
ja kumppaniolio näkee kumppaniluokan ilmentymien yksityiset kentät ja metodit.
Singleton-olioihin voidaan ohjelmoida niin sanottuja tehdasmetodeja, jotka yksin-
kertaistavat kumppaniluokan konstruktoreiden kutsuja. Esimerkiksi apply()-me-
todin toteutus kumppanioliossa aiheuttaa sen, että kumppaniluokasta ilmentymää
luotaessa ei tarvitse käyttää new-avainsanaa. Seuraavassa esimerkissä on määritelty
luokka ja sen kumppaniolio.
class Point(var x: Int, var y: Int) {}
object Point {
def apply(x: Int, y: Int) = new Point(x, y)
def apply() = new Point(0,0)
}
val firstPoint = Point(2,4)
val secondPoint = Point()
Luokassa Point on siis automaattisesti generoidut muuttujat x ja y sekä kaksi-
parametrinen ensisijainen konstruktori. Kumppanioliossa on kaksi apply-metodia,
jotka kutsuvat kumppaniluokan ensisijaista konstruktoria. Viimeisillä riveillä esi-
tellään kaksi Point-tyyppistä vakiota. Olioita luotaessa kutsutaan kumppaniolion
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apply-metodia, joka palauttaa Point-luokan ilmentymän. Kutsu Point(2,4) on
siis itse asiassa lyhenne kutsusta Point.apply(2,4).
Tehdasmetodeina voidaan toteuttaa myös sellaisia konstruktoreiden kutsuja, joille
halutaan antaa kuvaavampi nimi seuraavan esimerkin mukaisesti.
object Point {
def Origin() = new Point(0,0)
}
val orig = Point.Origin()
Nyt origoa edustava Point-olio voidaan luoda käyttäen Origin-tehdasmetodia. Tä-
mä tekee koodista luettavampaa ja ymmärrettävää, koska metodin nimi on kuvaava
eikä parametreja ei tarvitse syöttää erikseen.
Case-luokat
Lisäksi Scalasta löytyvät case-luokat, joita käytetään hahmontunnistuksessa olio-
tasolla [OSV08a, s. 293]. Seuraavassa esimerkissä luodaan abstrakti yliluokka Input
ja kolme sen aliluokkaa.
abstract class Input
case class Text(name: String) extends Input
case class Decimal(num: Double) extends Input
case class Integer(int: Int) extends Input
var in: Input = Integer(4)
var t = Text("texting")
println(t.name) // Tulostaa "texting"
Scala luo case-luokkiin automaattisesti tehdasmetodin apply(), jonka avulla luok-
kien ilmentymiä voi luoda ilman new-määrettä esimerkin mukaisesti. Parametreja
vastaavat kentät ovat implisiittisesti julkisia val-kenttiä ja niihin viitataan samoin
kuin tavallisten luokkien kenttiin. Case-luokkiin sisältyvät myös Scalan lisäämät val-
miit toString-, hashCode- ja equals-metodien toteutukset. Esimerkiksi toString-
metodi tulostaa olion luettavassa muodossa, toisin kuin tavallisen luokan oletusto-
teutus, joka sisältää vain kyseisen olion tyypin ja hashCode- eli hajautusarvon.
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Abstraktia luokkaa voidaan käyttää case-luokkien yliluokkana, jolloin esimerkiksi
edellä luotuun in-muuttujaan voidaan sijoittaa minkä tahansa sen aliluokan tyyp-
pinen olio. Case-luokkien hahmontunnistus onnistuu match-lauseen avulla, joka esi-
tellään funktionaalisen ohjelmoinnin yhteydessä luvussa 3.3.
Piirreluokat ja mixin-perintä
Scalan piirreluokat eli piirteet vastaavat Javan abstrakteja luokkia. Ne voivat sisältää
sekä konkreettisia että abstrakteja jäseniä, eli metodien esittelyiden lisäksi myös nii-
den toteutuksia sekä kenttiä [OSV08a, s. 248]. Piirreluokkaa kutsutaan universaa-
liksi piirteeksi, mikäli se perii eksplisiittisesti Any-luokan ja sisältää vain metodeja.
Ainoa ero Scalan luokkien ja piirteiden välillä on, että vain luokista voidaan luoda
ilmentymiä.
Scalassa ei ole varsinaisten luokkien välistä moniperintää, sillä luokka voi periä vain
yhden yliluokan [OSV08a, s. 245]. Luokka voi kuitenkin periä useita piirteitä. Täl-
laista kapseloitujen jäsenten ja toiminnallisuuksien perimistä kutsutaan sekoitekoos-
tamiseksi eli mixin-perinnäksi [OSV08a, s. 46]. Scalan piirteet ovat mixin-luokkia,
joita voidaan miksata eli periyttää muihin mixin- tai tavallisiin luokkiin. Mixin-
perinnällä voidaan jäljitellä yleistä luokkien välistä moniperintää, sillä sen avul-
la voidaan periyttää myös konkreettisia jäseniä. Täten ominaisuuksia on kätevää
jaotella loogisiin kokonaisuuksiin, jotka sijoitetaan omiin piirteisiinsä. Näin joukko
toisiinsa liittyviä ominaisuuksia voidaan liittää luokkaan periyttämällä siihen ky-
seiset ominaisuudet omaava piirre. Jaottelu piirteiden avulla voi parantaa koodin
modulaarisuutta, uudelleenkäytettävyyttä ja ymmärrettävyyttä.
Moniperintään liittyy kuuluisa timanttiongelma (diamond problem), joka tarkoit-
taa saman ominaisuuden periytymistä moneen kertaan [Seb10, s. 531]. Esimerkki
timanttiongelmasta on esitetty kuvassa 3.2, jossa Assistentti-luokka perii Henkilö-
luokan sekä Opiskelija- että Opettaja-luokan kautta. Jos Henkilö-luokka sisältää
kentän nimi, niin onko Assistentti-luokassa kyseistä kenttää kaksi kappaletta?
Entä jos Henkilö-luokka sisältää metodin esittäydy, joka on korvattu Opettaja-
luokassa, niin sisältääkö Assistentti-luokka alkuperäisen vai korvaavan toteutuk-
sen?
Näiden ongelmien ratkaisut vaihtelevat eri ohjelmointikielten välillä. Scalassa käy-
tetään ratkaisuna oikealta vasemmalle suunnattua syvyyssuuntaista hakua, jonka
avulla kaikki perityt ominaisuudet linearisoidaan ja samannimisistä ominaisuuk-
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Kuva 3.2: Esimerkki timanttiongelmasta.
sista valitaan hakujärjestyksessä viimeinen [Ode09a, s. 52]. Seuraavassa esimerkissä
nähdään eräs periytymispuu ja sen linearisaatio, joka on merkitty paksuilla nuolilla
[OSV08a, s. 260].
class Animal
trait Furry extends Animal
trait HasLegs extends Animal
trait FourLegged extends HasLegs
class Cat extends Animal with Furry with FourLegged
Periytymiseen vaikuttaa siis se, missä järjestyksessä trait-piirteet mixataan luok-
kaan. Linearisointi aloitetaan viimeiseksi periytetystä piirteestä FourLegged ja se
etenee HasLegs-piirteeseen ja niin edelleen. Nyt huomataan, että kuvassa 3.3 paksu
nuoli meneekin HasLegs-piirteestä suoraan Furry-piirteeseen. Kuvassa on siis esi-
tetty lopullinen linearisaatio, jossa on valittuna luokista Animal, AnyRef ja Any
syvyyssuunnassa viimeisin esiintymä.
Tämä linearisaatio koskee kuitenkin vain saman ominaisuuden periytymistä useam-
paa reittiä. Mikäli luokka tai piirre perii useamman samannimisen mutta erillisen
konkreettisen kentän tai funktion, tulee kyseinen jäsen korvata eksplisiittisesti.
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Kuva 3.3: Cat-luokan linearisointi [OSV08a, s. 261].
Toiminnallisuuksien pinoaminen
Scalassa hyödynnetään linearisaatiota myös ominaisuuksien "pinoamisessa". Seu-
raavassa esimerkissä luodaan ensin abstrakti kokoelmaluokka, sitten sen perivä konk-
reettinen luokka sekä yksi piirre [OSV08a, s. 255].
import scala.collection.mutable.ArrayBuffer
abstract class IntQueue {
def get(): Int
def put(x: Int)
}
class BasicIntQueue extends IntQueue {
private val buf = new ArrayBuffer[Int]
def get() = buf.remove(0)
def put(x: Int) { buf += x }
}
trait Doubling extends IntQueue {
abstract override def put(x: Int) { super.put(2 * x) }
}
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Abstraktin IntQueue-luokan toteuttava BasicIntQueue pitää sisällään kokonais-
lukujonoa ja tarjoaa yksinkertaiset oletustoteutukset get- ja put-metodeille. Näistä
ensimmäinen poistaa jonosta ensimmäisen alkion ja palauttaa sen, kun taas jälkim-
mäinen lisää parametrina saamansa luvun sellaisenaan jonon loppuun.
Piirteen Doubling määrittely näyttää hieman erikoisemmalta kahdesta syystä. En-
sinnäkin piirre perii yliluokan IntQueue, mikä tarkoittaa sitä, että kyseinen piirre
voidaan periyttää vain sellaisiin luokkiin, jotka myös perivät IntQueue-luokan. Se
siis voidaan periyttää BasicIntQueue-luokkaan, koska se perii IntQueuen. Toinen
erikoisuus Doubling-piirteessä on put-metodin määrittely. Se on merkitty abstrak-
tiksi, vaikka sille on annettu toteutus. Tämä abstract- ja override-määreiden
yhdistelmä tarkoittaa sitä, että se voidaan periyttää luokkaan vain put-metodin
konkreettisen toteutuksen antavan luokan tai piirteen jälkeen. Tämä johtuu siitä, et-
tä metodin sisällä viitataan super.put-metodiin. Pakottamalla piirteen periyttämi-
nen konkreettisen toteutuksen sisältävän luokan tai piirteen jälkeen takaa
super.put-kutsun onnistumisen. Doubling-piirteen määrittelemä put-metodin to-
teutus kertoo parametrina saadun luvun kahdella ennen sen välittämistä yliluokan
tai -piirteen vastaavalle metodille.
Nyt voidaan siis luoda uusi luokka MyIntQueue, joka perii BasicIntQueue-luokan
sekä Doubling-piirteen.
class MyQueue extends BasicIntQueue with Doubling
val q = new MyQueue
q.put(10) // Vastaa pseudokoodia: q.Doubling.put(10)
// = q.BasicIntQueue.put(2 * 10)
q.get() // Palauttaa 20
Uuden luokan määrittelyn jälkeen luodaan siitä olio muuttujaan q, jonka metodikut-
suista voidaan nähdä Doubling-piirteen vaikutus: put-metodin saama luku 10 tal-
lennettiin kaksinkertaisena jonoon.
Usean piirteen periminen
Luokkiin voidaan pinota myös enemmän toiminnallisuutta useampien piirteiden
avulla. Seuraavassa esimerkissä luodaan Incrementing-piirre, jonka put-metodi ko-
rottaa saamaansa lukua yhdellä ennen sen välittämistä yliluokalle tai -piirteelle.
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trait Incrementing extends IntQueue {
abstract override def put(x: Int) { super.put(x + 1) }
}
class MyAnotherQueue extends BasicIntQueue with
Doubling with Incrementing
val q2 = new MyAnotherQueue
q2.put(10)
q2.get() // Palauttaa 22
Piirteen määrittelyn jälkeen luodaan uusi jonoluokka MyAnotherQueue ja sen ilmen-
tymä. Metodikutsuista nähdään, että nyt annettua parametria 10 korotetaan ensin
yhdellä ja kerrotaan sen jälkeen kahdella ennen tallentamista jonoon.
Korotus- ja kertolaskuoperaatiot siis pinottiin periyttämisen ja super-viittausten
avulla. Piirteiden periyttämisjärjestys vaikuttaa niiden toimintaan. Jos Doubling-
ja Incrementing-piirteiden järjestystä vaihdettaisiin edellisessä esimerkissä, niin
get-metodi palauttaisi lopulta arvon 21. Tämä johtuu siitä, että siinä tapaukses-
sa Doubling-piirteen kertolasku suoritettaisiin ennen Incrementing-piirteen yhdel-
lä korottamista.
Pinoamisen etu on erillisten toiminnallisuuksien yhdistely erilaisten operaatiojono-
jen toteuttamiseksi. Yksinkertaisen pohjaluokan "päälle" voidaan pinota toiminnal-
lisuutta muokkaamatta luokan lähdekoodia tai sen funktioiden saamia parametre-
ja. Tämä parantaa koodin uudelleenkäytettävyyttä ja modulaarisuutta [OSV08a, s.
254]. Ohjelmoijan tulee kuitenkin olla tietoinen tästä linearisaatiosta ja sen vaikutuk-
sista mahdollisten super-kutsujen ketjuun, jotta sitä voi hyödyntää aiheuttamatta
ei-toivottuja sivuvaikutuksia.
3.3 Funktionaalinen Scala
Scalassa funktiot ovat arvoja, joita voidaan käyttää kuten mitä tahansa muitakin
arvoja. Funktioita voi siis esimerkiksi sijoittaa muuttujiin. Scala ei kuitenkaan ole
puhtaasti funktionaalinen, sillä sen funktioilla voi olla sivuvaikutuksia. Scalalla on
kuitenkin mahdollista ohjelmoida myös täysin funktionaalista koodia karsimalla
sivuvaikutukselliset rakenteet, kuten I/O-operaatiot, mutaabelit eli muuttuvat ra-
kenteet ja var-muuttujat.
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Funktiot
Scalassa funktioita voidaan välittää parametreina, käyttää paluuarvoina sekä sijoit-
taa muuttujiin. Scala sallii myös funktioliteraalit eli anonyymit funktiot, jotka eroa-
vat tavallisista funktioista siten, että niitä ei sidota tiettyyn nimeen [OSV08a, s. 177].
Täten voidaan esimerkiksi kirjoittaa funktiolauseke toisen funktion parametriksi
tai sijoittaa funktioliteraali muuttujaan. Funktioliteraaleja vastaavat suoritusaikana
funktioarvot [OSV08a, s. 177]. Seuraavassa esimerkki funktioliteraalin sijoittamises-
ta muuttujaan.
val literal = (x: Int) => { x + 1 }
val result = literal(2) // result = 3
Scalan funktioarvot ovat sulkeumia (closure) eli itse funktion ja sen viiteympäristön
eli funktion kutsun aikaisen ohjelman tilan yhdistelmiä [Seb10, s. 430]. Mikäli funktio
sisältää vapaita muuttujia, joita ei ole esitelty funktion sisällä tai sen parametreina,
muuttuja haetaan viiteympäristöstä nimen perusteella. Seuraavassa esimerkissä ku-
vataan sulkeuman toimintaa Scalassa.
var more = 1
def adding(x: Int) = x + more
adding(10) // Palauttaa 11
more = 2
adding(10) // Palauttaa 12
Ensin luodaan more-muuttuja, jonka arvoksi asetetaan 1. Seuraavaksi määritellään
funktio, joka sisältää vapaan muuttujan more, joka lisätään parametrina saatuun
kokonaislukuun. Kun funktiota kutsutaan ensimmäisen kerran, se palauttaa luvun
11. Kun taas funktiota kutsutaan uudelleen more-muuttujan arvon muuttamisen
jälkeen, se palauttaa arvon 12, koska vapaan muuttujan arvo sidotaan kutsuhetkellä.
Curry-muunnos ja osittain sovelletut funktiot
Scala tukee curry-muunnosta (currying), joka tarkoittaa n-parametrisen funktion
palauttamista (n-1)-parametriseen funktioon [OSV08a, s. 201]. Seuraavassa esimer-
kissä määritellään Scalan komentotulkkia käyttäen tavallinen funktio nimeltä
sum, joka laskee kaksi lukua yhteen.
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scala> def sum(x: Int, y: Int) = x + y
sum: (x: Int, y: Int)Int
scala> val result = sum(2,3)
result: Int = 5
Toisessa esimerkissä määritellään curry-muunnettu versio funktiosta sum.
scala> def currySum(x: Int)(y: Int) = x + y
currySum: (x: Int)(y: Int)Int
scala> val result = currySum(2)(3)
result: Int = 5
Curry-muunnoksen syntaksin avulla voidaan kätevästi tehdä yksi moniparametrinen
funktio ja erikoistaa sitä kiinnittämällä osa parametreista tiettyihin arvoihin, jolloin
sitä kutsutaan osittain sovelletuksi funktioksi (partially applied function) [OSV08a,
s. 202]. Seuraavassa esimerkissä edellä määritelty currySum-funktio erikoistetaan
addTen-funktioksi.
scala> val addTen = currySum(10)_
addTen: Int => Int = <function1>
scala> addTen(5)
res0: Int = 15
Funktion currySum ensimmäinen parametri kiinnitetään arvoon 10 ja toisen para-
metrin paikka merkitään alaviivalla. Kun lopuksi kutsutaan addTen-funktiota para-
metrilla 5, se palauttaa arvon 15.
Hahmontunnistus
Hahmontunnistusta (pattern matching) voidaan käyttää syötteen arvon, tyypin ja
rakenteen tutkimiseen ja suorituksen ohjaukseen. Scalassa hahmontunnistus tehdään
match-lauseella, joka muistuttaa syntaksiltaan Javan switch-lausetta, mutta vastaa
toiminnaltaan peräkkäisiä if-lauseita. Seuraavassa esimerkissä tarkastellaan syöt-
teen tyyppiä ja sisältöä. Viimeistä case-tapausta kutsutaan villiksi kortiksi (wild
card), ja se vastaa mitä tahansa olioa [OSV08a, s. 298].
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val in: Any = "hello"
in match { // Tulostaa "hi there!"
case 0 => println("zero!")
case "hello" => println("hi there!")
case _ => println("anything else!")
}
Ensin luodaan muuttuja, jonka arvo on merkkijono "hello". Sitten tälle muuttu-
jalle sovelletaan hahmontunnistusta, jonka mahdolliset hahmot ovat kokonaisluku
0, merkkijono "hello" ja villi kortti eli mikä tahansa muu syötteen tyyppinen olio.
Esimerkissä villi kortti vastaa siis mitä tahansa Any-tyyppistä oliota. Syötettä in ver-
rataan näitä hahmoja vasten, ja vastaavuuden löytyessä suoritetaan kyseisen case-
tapauksen runko. Syötteen tulee olla verrattavissa kaikkiin match-lauseessa eritel-
tyjen hahmojen tyyppeihin, eli sen tulee olla hahmojen tyyppien yhteisen yliluokan
ilmentymä. Edellisessä esimerkissä syötteen oli siis oltava Any-tyyppinen. Seuraavas-
sa esimerkissä voidaan in-muuttujan tyypiksi asettaa String, koska kaikki hahmot
ovat merkkijonoja.
val in: String = "hello"
in match { // Tulostaa "hi there!"
case "zero" => println("zero!")
case "hello" => println("hi there!")
case _ => println("any other string!")
}
Tässä esimerkissä villi kortti vastaa mitä tahansa muuta merkkijonoa kuin "zero"
tai "hello".
Myös case-luokkia voidaan käyttää match-lauseessa. Seuraavassa esimerkissä sovel-
letaan hahmontunnistusta luvussa 3.2 sivulla 13 määriteltyyn abstraktiin Input-
luokkaan ja sen case-aliluokkiin Text, Decimal ja Integer.
val in: Input = Decimal(4.5)
in match { // Tulostaa "decimal!"
case Text(_) => println("text!")
case Decimal(_) => println("decimal!")
case Integer(_) => println("integer!")
case _ => println("any other Input!")
}
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Case-luokkien nimien jälkeen esiintyvä (_) tarkoittaa, että kaikki kyseisen case-
luokan mahdolliset parametrit hyväksytään. Jos haluttaisiin esimerkiksi hyväksyä
Integer-luokan tapauksessa parametrina vain luku 2, niin alaviivan tilalle asetet-
taisiin 2. Myös tässä esimerkissä tulee in-vakion olla Input-tyyppinen, jotta sitä
voidaan verrata jokaiseen hahmoon.
Laiska laskenta
Scalassa on mahdollista lisätä val-muuttujan määrittelyyn avainsana lazy, jolloin
muuttujan arvo evaluoidaan vasta juuri ennen ensimmäistä käyttökertaa. Seuraavas-
sa esimerkissä nähdään muuttujan alustus ensin normaalitapauksessa ja seuraavaksi
laiskalla laskennalla [OSV08a, s. 443]. Esimerkissä käytetään komentotulkkia, jonka
avulla nähdään alustuksen tapahtumahetki kummassakin tapauksessa.
scala> object Demo {
| val x = { println("initializing x"); "done" }
| }
defined module Demo
scala> Demo
initializing x // Alustus heti olioon viitatessa
res0: Demo.type = Demo$@1fc9f88
scala> Demo.x
res1: String = done
scala> object LazyDemo {
| lazy val x = { println("initializing x"); "done" }
| }
defined module LazyDemo
scala> LazyDemo
res2: LazyDemo.type = LazyDemo$@cd927d
scala> LazyDemo.x
initializing x // Alustus vasta muuttujaan viitatessa
res3: String = done
Ensimmäiseksi määritelty singleton-olio Demo sisältää tavallisen muuttujan x, jo-
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ka alustetaan, kun Demo-oliota "kutsutaan" ensimmäisen kerran. Muuttujan alus-
tushetken kertoo tekstin initializing x tulostus. Toinen singleton-olio LazyDemo
taas sisältää lazy-avainsanalla varustetun muuttujan x, joka evaluoidaan vasta, kun
itse muuttujaa käytetään ensimmäisen kerran.
3.4 Geneerisyys Scalassa
Esimerkiksi listaluokkaa ohjelmoitaessa halutaan listan toimivan useiden tietotyyp-
pien säilytykseen. Yksinkertainen, mutta käytännössä kömpelö menetelmä olisi aset-
taa listan alkioiden tyypiksi kaikkien luokkien yliluokka, joka esimerkiksi Javan
tapauksessa olisi java.lang.Object [HaS09, s. 14]. Tämä vaatii kuitenkin paljon
manuaalisia tyyppimuunnoksia eikä toimi Javan alkeistyyppien kanssa. Toinen rat-
kaisu olisi kirjoittaa erillinen listaluokka jokaista mahdollista tietotyyppiä varten,
mutta kaikkien mahdollisten tyyppien määrä tekee tästä menetelmästä epärealis-
tisen.
Scala mahdollistaa geneeristen tietotyyppien luonnin tyyppiparametrisoinnin (type
parameterization) avulla [OSV08a, s. 410]. Seuraavassa esimerkissä luodaan yksin-
kertainen Queue-luokka, jolle on annettu tyyppiparametri.
class Queue[T](private val contents: List[T]) {
def append(value: T) = new Queue[T] (contents :+ value)
def print() = contents.toString
}
val x = new Queue[Int](List(1,2,4))
val y = x append 7
x.print // Tulostaa "List(1, 2, 4)"
y.print // Tulostaa "List(1, 2, 4, 7)"
Luokka edustaa kokoelmaa T-tyyppisiä olioita, joita säilytetään luokan sisäisessä
contents-listassa. Luokassa on lisäksi metodit alkion lisäämiseksi kokoelman lop-
puun :+-metodia käyttäen ja kokoelman tulostamiseksi. Lopuksi luodaan kokonais-
lukukokoelma x antaen konstruktorille tyyppiparametri new Queue[Int]. Lisäk-
si annetaan parametrina kokoelman sisältö käyttäen List-luokan kumppaniolion
apply-metodia. Seuraavaksi luodaan toinen kokoelma lisäämällä ensimmäiseen uusi
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lukualkio 7. Lopuksi tehtävät tulostukset havainnollistavat, että kyseessä on im-
mutaabeli kokoelma, joka palauttaa alkiota lisättäessä uuden ilmentymän luokan
sisäisen muuttujan päivittämisen sijaan.
Luokka Queue ei itsessään ole tyyppi, koska se vaatii tyyppiparametrin [OSV08a, s.
417]. Kuitenkin esimerkiksi Queue[Int], Queue[String] ja Queue[Boolean] ovat
tyyppejä. Queue-luokan konstruktoria kutsutaan myös tyyppikonstruktoriksi (type
constructor), koska sen avulla voidaan generoida uusia tyyppejä [OSV08a, s. 417].
Jos tyyppikonstruktoria Queue käytetään ilman tyyppiparametria, kääntäjä antaa
virheilmoituksen.
Geneerisyys toimii Scalassa samoin kuin Javassa, eli geneerisiä tyyppejä käytetään
käännösvaiheessa tyyppitarkistuksiin, mutta niitä ei säilytetä suoritusaikaisesti
[OSV08a, s. 306]. Esimerkiksi Queue[Int]-tyyppi muunnetaan käännösaikana
Queue[Any]-tyypiksi ja tarvittavat eksplisiittiset tyyppimuunnokset Int-tyyppipa-
rametrin ja Any-tyypin välillä lisätään tavukoodiin.
Varianssi
Ei-geneeristen tyyppien hierarkia muodostuu perintäsuhteista eli alityyppi perii yli-
tyypin. Geneeristen tyyppien hierarkia määräytyy tyyppiparametrin varianssin
(variance) perusteella. Varianssi siis määrittelee, miten geneerisen tyypin eri tyyp-
piparametreilla varustetut ilmentymät sijoittuvat perintähierarkiaan toistensa suh-
teen.
Mikäli tyyppi S on tyypin T alityyppi, niin oletuksena generoitu tyyppi Queue[S]
ei ole tyypin Queue[T] alityyppi. Scalassa geneeristen tyyppien alityypitys eli tyyp-
piparametrin varianssi on siis oletusarvoisesti nonvariantti (nonvariant) eli invari-
antti (invariant) [OSV08a, s. 418]. Alityypitys voi olla myös kovariantti (covari-
ant), mikä tarkoittaa, että esimerkiksi Queue[String] on tyypin Queue[AnyRef]-
alityyppi. Kontravariantti (contravariant) alityypitys taas tarkoittaa päinvastaista
eli sen mukaan Queue[AnyRef] on tyypin Queue[String] alityyppi.
Varianssia voidaan muuttaa asettamalla tyyppiparametriin etumerkki, jota kutsu-
taan varianssiannotaatioksi (variance annotation) [OSV08a, s. 418]. Seuraavassa esi-
merkissä luodaan kaksi luokkaa, joista ensimmäiselle asetetaan kovariantti ja jälkim-
mäiselle kontravariantti alityypitys.
class CoVar[+T] { }
class ContraVar[-T] { }
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Tyyppiparametrille voi myös määrittää ala- tai ylärajan jonkin tunnetun tyypin
avulla seuraavasti.
scala> class Value[T <: AnyVal] { }
defined class Value
scala> var x = new Value[Int]
x: Value[Int] = Value@7a3a30
scala> var y = new Value[String]
<console>:5: error: type arguments [String] do not conform to class
Value's type parameter bounds [T <: AnyVal]
var y = new Value[String]
^
Esimerkissä luotiin Value-luokka, jolla on tyyppiparametri T, jonka tulee olla tyypin
AnyVal alityyppi. Value[Int]-tyyppisen olion luonti siis onnistuu, mutta
Value[String]-tyyppisen ei, sillä String ei ole AnyVal-tyypin alityyppi.
Jos Queue-luokan tyyppiparametri muutetaan kovariantiksi +-annotaatiolla, mutta
muu luokka jätetään ennalleen, kääntäjä antaa seuraavan virheilmoituksen.
<console>:6: error: covariant type T occurs in contravariant
position in type T of value value
def append(value: T) = new Queue[T] (contents :+ value)
^
Tällä virheilmoituksella estetään ohjelmoijaa tekemästä seuraavan esimerkin mu-
kaista virhettä.
val q1 = new Queue[String](List("one"))
val q2: Queue[Any] = q1
val q3 = q2 append 13
Tämä saattaisi vaikuttaa toimivalta ratkaisulta, sillä String on tyypin Any alityyppi
ja siten kovariantissa tapauksessa Queue[String] olisi tyypin Queue[Any] alityyp-
pi. Itse asiassa nämä kolme riviä yhdessä asettavat kokonaisluvun 13 muuttujan
q2 sisältämään merkkijonotyyppiseen contents-listaan, mikä rikkoo tyyppien ehey-
den. Scala estää virheen siten, että käännösvaiheessa tarkistetaan tyyppiparametrien
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käyttö luokan sisällä [OSV08a, s. 423]. Kovarianttia tyyppiparametria ei saa käyttää
sellaisenaan metodien parametrien tyyppinä.
Luokan sisäistä rakennetta tulee siis muuttaa. Seuraavassa esimerkissä näytetään
tyyppiparametrin varianssiltaan kovariantti versio Queue-luokasta.
class Queue[+T](private val contents: List[T]) {
def append[U >: T](value: U) = new Queue[U] (contents :+ value)
def print() = contents.toString
}
Luokan append-metodille annetaan siis myös tyyppiparametri [U >: T], joka tar-
koittaa, että tyypin U tulee olla tyypin T ylityyppi. Tällä tavoin vältetään tyyp-
pieheyden rikkoutuminen sekä varmistetaan, että append-metodin tuottaman listan
alkiot ovat tyyppiä U.
Tyypin varianssi siis vaikuttaa siihen, miten tyyppiä voidaan käyttää kyseisen luok-
kamäärittelyn sisällä.
Myös kontravarianssille löytyy luontevia käyttötapauksia. Seuraavassa esimerkissä
määritellään luokka Output, jota käytetään erityyppisten olioiden tulostamiseen.
abstract class Output[-T] {
def write(x: T): Unit
}
Abstraktissa luokassa Output on metodi, jonka parametrin tyyppi on sama kuin luo-
kan tyyppiparametri. Kontravariantin tyyppiparametrin käyttö metodin parametrin
tyyppinä on siis sallittua. Tämä käyttötapaus on luonteva siinä mielessä, että esi-
merkiksi Output[String]-tyyppisen muuttujan paikalle voidaan sijoittaa
Output[AnyRef]-tyyppinen olio, koska kaikkia AnyRef-tyyppisiä parametreja tukeva
luokka tukee myös merkkijonoparametreja [OSV08a, s. 426].
3.5 Rinnakkaisohjelmointi Scalalla
Scalassa käytetään rinnakkaisohjelmointiin aktoreita (actor), joiden teoria on peräi-
sin 1970-luvulta [Agh86]. Aktorit perustuvat asynkroniseen viestinvälitykseen, jol-
loin viestin vastaanottajan ollessa varattu sen ei tarvitse välittömästi käsitellä saa-
maansa viestiä. Tätä varten aktori sisältää viestijonon, jonka kautta viestit otetaan
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käsittelyyn yksi kerrallaan saapumisjärjestyksessä. Aktorin sisällä viestiin voidaan
soveltaa hahmontunnistusta toiminnan määräämiseksi.
Aktorit voivat jakaa yhteisiä resursseja yleisten näkyvyysehtojen mukaan, joten ne
eivät sinänsä poista rinnakkaisuuden ongelmaa. Aktorimallin idea onkin se, että
jokainen kriittinen resurssi, jonka rinnakkainen käyttö halutaan estää, "kääritään"
yhteen aktoriin. Tällöin kaikki kriittiseen resurssiin kohdistuvat operaatiot kulke-
vat tämän aktorin kautta ja ne suoritetaan jonossa. Aktorit säästävät ohjelmoijan
epävarmojen ja monimutkaisten lukkojen ja synkronointien toteuttamiselta.
Aktorimalli on toteutettu aiemmin muun muassa Erlang-kielessä [Arm96]. Scalan
aiemmat versiot sisältävät oman aktorikirjaston, jonka sisältämät aktorit jakautu-
vat säikeistettyihin (thread-based) ja tapahtumapohjaisiin (event-based) aktoreihin
[HaO07]. Scalan uusimmassa versiossa on otettu käyttöön myös Akka-kirjasto, joka
sisältää monipuoliset välineet aktoreiden luontiin, käyttöön ja hallintaan [Typ13, s.
1].
Säikeistetyt aktorit
Säikeistetyille aktoreille varataan yksi säie koko suorituksen ajaksi. Kun aktori odot-
taa viestiä, myös säie on odottavassa tilassa [HaO07].
Aktoreita voidaan luoda periyttämällä scala.actors.Actor-piirre tai käyttämäl-
lä samannimisessä oliossa sijaitsevaa actor-metodia. Ensin mainittua tapaa käytet-
täessä aktori käynnistetään erikseen start-metodin kutsulla. Seuraavassa esimerkis-
sä luodaan jälkimmäisellä tavalla aktori ja lähetetään sille viesti käyttäen !-metodia.
import scala.actors.Actor._
val action = actor {
receive {
case message => println("Hello world: " + message)
}
}
action ! "here we are!" // Tulostaa "Hello world: here we are!"
Ensin otetaan import-lauseella käyttöön scala.actors.Actor-piirteen sekä saman-
nimisen olion kaikki jäsenet eli niissä määritellyt funktiot ja kentät. Seuraavaksi
28
luodaan action-niminen muuttuja, jonka arvoksi asetetaan scala.actors.Actor-
olion metodin actor palauttama aktori. Esimerkin aktorissa on toteutettu receive-
metodi, joka käsittelee aktorille tulleet viestit. Tässä tapauksessa aktori vain tulostaa
sille lähetetyn viestin. Lopuksi aktorille lähetetään viesti !-metodilla ja aktori tu-
lostaa viestin.
Tapahtumapohjaiset aktorit
Scala-koodia suoritetaan Javan virtuaalikoneessa, jossa säikeiden käyttö ei ole kovin
tehokasta [OSV08a]. Siksi scala.actors.Actor-piirreluokkaan on lisätty receive-
metodin lisäksi react-metodi, joka mahdollistaa tapahtumapohjaisten aktorien käy-
tön. Aktori luodaan samoin kuin säikeistetty aktori, mutta käyttäen react-metodia
receiven sijaan.
import scala.actors.Actor._
val action = actor {
react {
case message => println("Hello world: " + message)
}
}
Tapahtumapohjaista aktoria ei suoriteta omassa säikeessään, vaan viestin vastaan-
otettuaan sen react-metodin runko suoritetaan sulkeumana viestin lähettäjän säi-
keessä [HaO07]. Kun sulkeuman suoritus päättyy, viestin lähettäjä palaa suori-
tusvuoroon. Tämä toteutetaan react-metodin lopuksi heitettävän SuspendActor-
Exception-poikkeuksen avulla, joka tyhjentää aktorin kutsupinon ja palaa lähet-
täjän koodiin [HaO07]. Täten react-metodi ei koskaan palauta mitään, ja sen pa-
luuarvon tyyppi onkin Nothing.
Näin virtuaalikone ei täyty aktoreiden varaamista säikeistä, jotka eivät välttämättä
koskaan edes tee mitään. Toisaalta aktori tulee ohjata jollekin tietylle säikeelle ennen
kuin se voi reagoida vastaanottamaansa viestiin, joten tämän tekeminen lennossa ai-
heuttaa hieman viivettä react-metodia käytettäessä. Lisäksi mikäli halutaan saada
viestinkäsittelyn lopputulos paluuarvona, on pakko käyttää receive-metodia.
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Akka-kirjaston aktorit
Scalan uusimmassa versiossa aktoreita luodaan käyttäen Akka-kirjaston ominaisuuk-
sia. Jokainen akka-aktori rekisteröidään aktorijärjestelmään (actor system), jonka
avulla sen sisältämät aktorit konﬁguroidaan yhdenmukaisesti [Typ13, s. 12]. Kaikil-
la samaan aktorijärjestelmään kuuluvilla aktorerilla on esimerkiksi samat säikeiden
käyttöä koskevat asetukset. Akka-aktorit vastaavat oletusarvoisesti Scalan tapah-
tumapohjaisia aktoreita, eli ne eivät varaa kokonaista säiettä itselleen. Tätä voidaan
kuitenkin muuttaa aktorijärjestelmän asetuksia muokkaamalla.
Akka-aktorit muistuttavat syntaksiltaan Scalan aktoreita, ja niitä luodaan perimällä
akka.actor.Actor-luokka tai käyttämällä akka.actor.ActorDSL-olion sisältämiä
apumetodeja. Seuraavassa esimerkissä luodaan kaksi aktoria ja lisätään ne aktori-
järjestelmään vaihtoehtoisilla syntakseilla.
import akka.actor.{Actor, ActorSystem, Props}
import akka.actor.ActorDSL._
class MyActor extends Actor {
def receive = {
case "test" => println("test")
case _ => println("else")
}
}
val system = ActorSystem("mySystem")
val myActor = system.actorOf(Props[MyActor], name = "myActor")
val otherActor = actor(system, "otherActor")(new Act {
become {
case "hello" => println("world")
}
})
Ensin luodaan MyActor-niminen aktoriluokka, jonka toiminta määritellään receive-
metodissa. Seuraavaksi luodaan aktorijärjestelmä system, jonka nimeksi annetaan
"mySystem". Seuraavaksi luodaan MyActor-tyyppinen olio ja lisätään se aktorijär-
jestelmään actorOf-metodilla. Aktorin nimi aktorijärjestelmässä on "myActor".
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Lopuksi luodaan toinen aktori käyttämällä akka.actor.ActorDSL-olion sisältämää
actor-metodia sekä Act-piirrettä. Aktori lisätään aktorijärjestelmään antamalla jär-
jestelmä ja aktorin nimi parametreina actor-metodille. Aktorin toiminta määritel-
lään tässä tapauksessa become-metodin avulla, jolla on hieman eri merkitys kuin
receive-metodilla.
Akka-aktorien toiminnallisuutta voidaan muuttaa dynaamisesti saadun syötteen pe-
rusteella [Typ13, s. 216]. Edellisessä esimerkissä esitellyn become-metodin avulla ote-
taan käyttöön tietty toiminnallisuus, joka korvaa aktorin receive-metodin. Toisin
sanoen become-metodilla voidaan muuttaa aktorin tilaa eli tapaa, jolla se reagoi
viesteihin. Seuraavassa esimerkissä luodaan Actor-luokan perivä MyChangingActor-
luokka, jonka toiminnallisuus vaihtuu tietyn syötteen mukaan.
case class WORK_A
case class WORK_B
class MyChangingActor extends Actor {
import context._
def workingA: Receive = {
case WORK_A => println("Already working on A")
case WORK_B => become(workingB)
}
def workingB: Receive = {
case WORK_B => println("Already working on B")
case WORK_A => become(workingA)
}
def receive = {
case WORK_A => become(workingA)
case WORK_B => become(workingB)
}
}
Perittäessä Actor-luokka tulee sen sisällä ottaa haluttaessa käyttöön become-metodi
esimerkin mukaisella import context._-lauseella. Kun MyActor-aktori luodaan ja
sille lähetetään ensimmäinen viesti, se käsitellään receive-metodissa. Viestin pe-
rusteella otetaan become-metodin avulla käyttöön haluttu toiminnallisuus, joka on
Receive-tyyppinen funktio. MyActor-luokassa on määritelty kaksi mahdollista tilaa
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eli toiminnallisuutta, workingA ja workingB, joista ensimmäinen valitaan vastaan-
otettaessa viesti WORK_A ja jälkimmäinen vastaanotettaessa viesti WORK_B.
Futuurit
Futuureja (future) voidaan käyttää tulevaisuudessa muodostettavan tiedon edus-
tamiseen eli sellaisen tiedon, jota ei ole välttämättä vielä olemassa [Hal13]. Synkro-
nisesti suoritettava pitkäaikainen operaatio keskeyttää koko ohjelman suorituksen,
koska sen paluuarvoa odotetaan operaation suorittamisen ajan. Futuurin avulla
voidaan suorittaa aikaavievä operaatio asynkronisesti ja tallentaa paluuarvo futuu-
riin operaation päätyttyä. Operaation epäonnistuessa futuuriin sijoitetaan epäon-
nistumisen aiheuttanut poikkeus. Näin ohjelman muita osia voidaan suorittaa rin-
nakkain ja paluuarvo voidaan käsitellä sitten, kun se on saatavilla. Futuuriin voi
sijoittaa arvon vain kerran.
Seuraavassa esimerkissä etsitään tekstitiedostosta sanan "search" ensimmäisen il-
mentymän sijainti ja sijoitetaan se futuuriin.
import scala.concurrent._
import scala.util.{Failure, Success}
import ExecutionContext.Implicits.global
val firstOccurrence: Future[Int] = future {
val source = scala.io.Source.fromFile("longText.txt")
source.toSeq.indexOfSlice("search")
}
firstOccurrence onComplete {
case Success(ind) => println("Found at " + ind)
case Failure(e) => println("Error occurred: " + e.getMessage)
}
Ensin otetaan käyttöön tarvittavat kirjastoluokat ja -metodit import-lauseilla. Seu-
raavaksi luodaan futuuri, joka tulee pitämään sisällään joko kokonaisluvun tai poik-
keuksen. Metodilla future luodaan asynkroninen operaatio, joka sijoittaa päätyt-
tyään paluuarvonsa futuuriin. Kun futuuriin on sijoitettu arvo, kutsutaan automaat-
tisesti sen onComplete-metodia, jossa käsitellään saatu paluuarvo. Operaation on-
nistuessa onComplete-metodille annetaan parametrina case-luokan Success[T] olio
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ja muussa tapauksessa case-luokan Failure olio. Vaihtoehtoisesti onComplete-me-
todin voi korvata onSuccess- ja onFailure-metodeilla, joista ensimmäinen suorite-
taan operaation onnistuttua ja jälkimmäinen poikkeuksen tapahtuessa.
firstOccurrence onSuccess {
case ind => println("Found at " + ind)
}
firstOccurrence onFailure {
case e => println("Error occurred: " + e.getMessage)
}
Scalan futuurit ovat tehokas ja kätevä tapa suorittaa raskasta laskentaa asynkro-
nisesti. Lisäksi ne sisältävät itsessään laskennan päättymisen laukaisemat funktiot
onComplete, onSuccess ja onFailure, joiden avulla voidaan aloittaa laskennan tu-
loksen käsittely.
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4 Moniparadigmakielet C# ja Kotlin
4.1 C#: Javan ja C++:n seuraaja
C# on .NET-ympäristöön kehitetty moniparadigmakieli, joka tukee pääasiassa olio-
ohjelmointia, mutta sisältää myös funktionaalisia ominaisuuksia ja geneerisyyden
sekä rinnakkaisohjelmoinnin välineitä.
Tässä luvussa esitellään ensin C#-ohjelmointikielen historiaa ja kehitystä. Seu-
raavaksi käydään läpi kielen keskeisimpiä ominaisuuksia lyhyesti.
4.1.1 C#:n esittely
C# on Microsoftin kehittämä ohjelmointikieli, joka esiteltiin ensimmäisen kerran
julkisesti PDC-konferenssissa (Microsoft Professional Developers Conference) vuon-
na 2000 [ADM02, s. vii]. Kieltä oli kehittämässä muiden muassa Anders Hejlsberg,
joka on työskennellyt myös Turbo Pascal -kielen ja Borland Delphi -kehitysympä-
ristön parissa [AlA12, s. 1].
Ensimmäinen virallinen versio C#-kielestä ilmestyi vuonna 2002. Tuolloin C# oli
vain olio-ohjelmointia tukeva kieli ja pohjautui vahvasti Javaan ja C++:aan [ADM02,
s. 1]. C#:ia on kehitetty kuitenkin jatkuvasti ja kieleen lisättiin myös funktionaalisia
ominaisuuksia ja geneerisyyttä. Kielen uusin versio on 5.0, ja se julkaistiin vuonna
2012.
C#:n tavoitteeksi esitettiin maksimoida ohjelmoijan tehokkuus kielen yksinkertai-
suuden, tehokkuuden ja ilmaisuvoiman avulla [AlA12, s. 1]. Yksinkertaisuus saavute-
taan C:hen ja Javaan pohjautuvan syntaksin avulla, ja tehokkuus .NET-ympäristön
ja sen CLR-virtuaalikoneen sekä muun muassa arvoluokkien avulla. Funktionaaliset
ominaisuudet taas antavat ilmaisuvoimaa eli mahdollisuuksia ilmaista asioita ly-
hyesti ja yksinkertaisesti.
4.1.2 C#:n ominaisuudet
Tässä luvussa käydään lyhyesti läpi C#-kielen keskeisiä ominaisuuksia. Ensin esitel-
lään muuttujiin, näkyvyysmääreisiin ja tyyppeihin liittyviä asioita. Seuraavaksi ker-
rotaan kielen oliomallin perustiedot ja lopuksi esitellään muita C#:n ominaisuuksia
liittyen tutkielmassa käsiteltäviin paradigmoihin.
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Muuttujat ja tyypit
C# on oletusarvoisesti staattisesti tyypitetty kieli, eli muuttujien tyypit määritel-
lään käännösvaiheessa eivätkä ne voi vaihtua suoritusaikana [AlA12, s. 2]. Dynaamis-
ta tyypitystä on kuitenkin mahdollista käyttää määrittelemällä muuttujan tyyppi
eksplisiittisesti dynaamiseksi dynamic-avainsanalla. Tällöin muuttujan metodikut-
sujen oikeellisuus tarkistetaan vasta suoritusaikana. Lisäksi C# on vahvasti tyypi-
tetty eli muuttujat voivat saada vain tyyppinsä mukaisia arvoja eikä tarkkuutta
hävittäviä implisiittisiä tyyppimuunnoksia tehdä.
C#-kielessä muuttujat luodaan Javasta tutulla tavalla antamalla ensin muuttujan
tyyppi ja sen jälkeen muuttujan nimi. Anonyymien eli nimettömien tyyppien yhtey-
dessä muuttujan tyyppi ilmaistaan avainsanalla var, mutta tällöinkin tyypitys on
staattinen. Lisäämällä muuttujan esittelyn alkuun avainsana const voidaan luoda
vakioita, joille voidaan asettaa arvo vain kerran [AlA12, s. 76].
Muuttujien näkyvyyden säätelyyn on olemassa avainsanat public, internal,
private, protected ja protected internal, joista private on luokan jäsenten ole-
tusarvo ja public on rajapintojen jäsenten sekä luettelotyyppien pakotettu näkyvyys
[AlA12, s. 95]. Näistä näkyvyysmääreistä public ja private toimivat samoin kuin
Javassa, internal tarkoittaa kirjastonäkyvyyttä (assembly) ja protected näky-
vyyttä kyseisen luokan ja sen aliluokkien sisällä. Näkyvyysmääre protected
internal on kahden jälkimmäisen yhdistelmä, eli tarkoittaa näkyvyyttä kirjaston
sisällä sekä aliluokissa.
Oliomalli
C#-kielessä kaikki arvot ovat jonkin luokan eli tyypin ilmentymiä [AlA12, s. 15].
C#:ssa kaikkien muuttujien ja funktioiden tulee olla luokkamäärittelyiden sisällä,
eli kaikki muuttujat ovat siis oikeasti kenttiä ja funktiot metodeja. C# ei kuitenkaan
ole "puhdas" oliokieli, sillä esimerkiksi aritmeettiset operaattorit eivät ole metodeja.
Luokat jakautuvat arvo- ja viitetyyppeihin, joiden lisäksi on mahdollista määritel-
lä geneerisiä tyyppejä. C#:ssa on myös mahdollista käyttää osoittimia arvotyyp-
pien yhteydessä, mikäli vaaditaan erityistä tehokkuutta tai yhteensopivuutta jonkin
muun osoittimia käyttävän kielen kanssa [AlA12, s. 177]. C# sisältää myös raja-
pinnat sekä luokkien laajennosmetodit, joiden avulla voidaan laajentaa valmiiden
kirjastoluokkien toiminnallisuutta omilla metodeilla.
C#:ssa kaikki luokat perivät automaattisesti yhteisen yliluokan System.Object, jo-
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ka tarjoaa joidenkin metodien oletustoteutuksia. Luokat jakautuvat arvo- ja viite-
tyyppeihin, jotka eroavat toisistaan samoin kuin Scalassa. Arvotyypit siis tallentuvat
muistiin sellaisinaan, kun taas viitetyypeistä tallentuu viite olion sijaintiin muistis-
sa [AlA12, s. 20]. C#:n valmiiksi toteutetuista tyypeistä kaikki numeeriset tyypit
sekä char- ja bool-tyypit ovat arvotyyppejä. Arvotyyppejä voi luoda myös itse käyt-
tämällä struct-avainsanaa class-määreen sijaan tai luomalla luettelotyypin enum-
avainsanalla [AlA12, s. 19]. Kaikki muut valmiit ja itse luodut tyypit ovat viite-
tyyppejä.
Viitetyyppisiin muuttujiin voi sijoittaa null-literaalin, jolloin muuttuja ei viittaa
mihinkään olioon eli on tyhjä. Arvotyyppisiin muuttujiin null-arvoa ei voi sijoit-
taa, ellei muuttujaa eksplisiittisesti mahdollisteta ottamaan vastaan tyhjää arvoa
?-notaatiolla [AlA12, s. 153].
C#:ssa viiteluokka voi periä vain yhden yliluokan eli moniperintää ei tueta [AlA12,
s. 80]. Arvoluokat eivät voi periä muita luokkia kuin automaattisesti perityn AnyVal-
luokan. Sekä viite- että arvoluokat voivat kuitenkin toteuttaa mielivaltaisen määrän
rajapintoja. Rajapinnat voivat sisältää vain metodien esittelyjä, mutta eivät niiden
toteutusta [AlA12, s. 96]. Rajapinnan esittelemät jäsenet ovat implisiittisesti abs-
trakteja samoin kuin automaattisesti julkisia eli niiden näkyvyysmäärettä ei voi
muuttaa.
Muita ominaisuuksia
C#-kielessä funktioita voidaan käyttää arvoina eli sijoittaa muuttujiin, välittää
parametreina sekä käyttää paluuarvoina [AlA12, s. 119]. Funktion tyyppi, jota käy-
tetään esimerkiksi funktioparametrin tyyppinä, määritellään erilaisten delegaatti-
tyyppien avulla. C#:ssa on mahdollista määritellä anonyymejä funktioita sekä ano-
nyymejä tyyppejä, joita käytetään lähinnä LINQ-kyselytulosten yhteydessä, jolloin
tietotyyppi muodostuu kyselyn perusteella [AlA12, s. 346].
C#:n geneeriset tietotyypit toimivat eri lailla kuin Javassa ja Scalassa. C#:ssa luo-
daan suoritusaikaisesti uusia ei-geneerisiä luokkia eri tyyppiparametreille [Mic13].
Jos siis käytetään geneeristä kokoelmaluokkaa useamman eri arvotyypin olioiden
säilyttämiseen, geneerisestä luokasta luodaan uusi suoritusaikainen luokka jokaista
arvotyyppiä kohden. Viitearvojen tapauksessa geneerisestä luokasta luodaan vain
yksi suoritusaikainen luokka, joka käsittelee viitteitä itse arvojen sijaan. C#:n ge-
neeriset rajapinnat ja delegaatit tukevat varianssiannotaatioita, mutta geneeriset
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luokat eivät [AlA12, s. 114]. Tällä rajoituksella on haluttu varmistaa tyyppieheys
ja estää esimerkiksi Scalan varianssiannotaatioiden yhteydessä sivulla 25 esitelty
tilanne, jossa päädytään sijoittamaan kokonaisluku merkkijonolistaan.
C# käyttää rinnakkaisuuden hallintaan .NET-ympäristön valmiita luokkia. Rin-
nakkaisohjelmointia tukevat Java-tyyliset säikeet sekä tehtävät (task). Lisäksi C#
sisältää valmiin lock-lauseen, joka helpottaa lukkojen käyttöä.
4.2 Kotlin: Scalan haastaja
Kotlin on Javaan ja Scalaan perustuva ohjelmointikieli, joka tukee samoja ohjel-
mointiparadigmoja kuin Scala. Kotlinin tavoite on kuitenkin olla yksinkertaisempi
ja tehokkaampi.
Tässä luvussa esitellään Kotlin-ohjelmointikielen historiaa ja käydään läpi kielen
keskeisimpiä ominaisuuksia.
4.2.1 Kotlinin esittely
Kotlin on JetBrainsin kehittämä uusi Javaan pohjautuva olio-ohjelmointikieli, jonka
kehittäminen aloitettiin vuonna 2010 [Bre12]. Vuoden 2012 alusta lähtien Kotlin-
projekti on perustunut avoimeen lähdekoodiin.
Kotlinin tavoite on olla monipuolisempi, ytimekkäämpi ja turvallisempi kuin Java,
mutta yksinkertaisempi kuin Scala [Bre11]. Kotlin on yhteensopiva Javan kanssa ja
kääntyy yhtä nopeasti. Kieleen sisältyy puhtaan oliomaailman lisäksi myös funk-
tionaalisia ominaisuuksia, kuten arvoina käytettävät funktiot ja metodit.
Kotlinin kehittäjien mielestä Scala on liian monimutkainen, sillä se sisältää liikaa
implisiittisiä tyyppimuunnoksia, jotka vaikeuttavat koodin ymmärtämistä [Jet12].
Heidän mielestään Scala ei myöskään ole tarpeeksi tehokas, koska siinä käytetään
paljon kääreluokkia.
4.2.2 Kotlinin ominaisuudet
Tässä luvussa käydään lyhyesti läpi Kotlinin keskeisiä ominaisuuksia. Ensin kerro-
taan muuttujiin, näkyvyysmääreisiin ja tyyppeihin liittyviä asioita. Seuraavaksi esi-
tellään Kotlinin oliomalli ja lopuksi muita tutkielmassa käsiteltäviin paradigmoihin
liittyviä kielen piirteitä.
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Muuttujat ja tyypit
Kotlin on Scalan tapaan staattisesti tyypitetty ohjelmointikieli. Kotlin sisältää muut-
tujien sijasta vain C#-tyyppisiä ominaisuuksia, jotka ovat kentän ja sen aksessorien
yhdistelmiä [Jet12]. Kääntäjän luomaa apukenttää voi käyttää ominaisuuden ak-
sessoreiden sisällä, mutta käyttäjä ei voi kuitenkaan itse määritellä uutta kenttää.
Näkyvyysmääreellä private varustetun ominaisuuden tyyppiä ei tarvitse eksplisiit-
tisesti määritellä, mikäli siihen sijoitetaan arvo heti esiteltäessä. Toisin kuin Scalassa,
Kotlinissa luokan ulkopuolelle näkyvien ominaisuuksien tyyppi tulee aina määritellä
eksplisiittisesti. Kotlinin ominaisuuksien määrittely val- tai var-avainsanoilla vas-
taa Scalan kenttien määrittelyä, eli ensin mainittuihin voidaan sijoittaa arvo vain
kerran ja jälkimmäisiin monta kertaa.
Muuttujien näkyvyyttä säädellään Javasta ja Scalasta tutuilla private-, protected-
ja public-määreillä sekä lisätyllä internal-määreellä, joka tarkoittaa moduulinä-
kyvyyttä.
Oliomalli
Kotlinissa jokainen arvo on olio eli jonkin luokan ilmentymä [Jet12]. Kotlinin luok-
kahierarkia muistuttaa hieman Scalan vastaavaa, mutta on suppeampi. Kotlinissa
on valmiiksi toteutettu luokka Any, jonka kaikki muut luokat perivät implisiittises-
ti. Toinen valmis luokka on Nothing, joka on kaikkien muiden luokkien aliluokka,
eli se sijoittuu hierarkiassa alimmaksi. Lisäksi löytyy Unit-luokka, jota käytetään
samoin kuin Scalassa. Kotlin sisältää valmiiksi myös joukon perustyyppejä, kuten
Int, Double ja String.
Kotlin-kielen luokat voivat sisältää ominaisuuksien ja metodien lisäksi luokkaolioita
(class object), jotka muistuttavat Scalan kumppaniolioita [Jet12]. Funktioita, omi-
naisuuksia ja luokkaolioita voidaan kirjoittaa myös luokkamäärittelyiden ulkopuo-
lelle eli suoraan pakkauksiin. Kotlin sisältää C#:n tapaan luokkien laajennosfunk-
tiot.
Kotlin-kielessä käytetään Scalan tapaan rajapintojen sijaan piirteitä, jotka voivat
sisältää sekä abstrakteja että konkreettisia metodeja. Kotlinin piirteet voivat sisäl-
tää myös alustamattomia ominaisuuksia. Kotlinissa luokka voi periä yhden yliluokan
ja mielivaltaisen määrän piirteitä. Päinvastoin kuin Scalassa, Kotlinissa luokka tulee
eksplisiittisesti määritellä avoimeksi, jotta toinen luokka voi sen periä [Jet12]. Mikäli
luokka perii useamman samannimisen ominaisuuden tai metodin toteutuksen, sen
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tulee korvata tämä omalla toteutuksella. Omassa toteutuksessa voidaan toki kutsua
myös yliluokkien metodeja. Tämä pätee myös saman jäsenen useamman toteutuksen
periytyessä. Kotlinissa ei siis suoriteta piirteiden linearisointia kuten Scalassa.
Muita ominaisuuksia
Kotlinissa funktioita voidaan käyttää arvoina ja määritellä anonyymeinä samoin
kuten Scalassa [Jet12]. Funktiot voivat olla myös geneerisiä.
Kuten Javassa ja Scalassa, myöskään Kotlinissa geneerisiä tyyppejä ei säilytetä suori-
tusaikaisesti [Jet12]. Kotlin tukee varianssiannotaatioita sekä geneeristen tyyppien
määrittelyn että olioiden luonnin yhteydessä.
Kotlin ei itsessään sisällä mitään uusia rinnakkaisohjelmointiin liittyviä rakenteita
tai välineitä. Valmiita Java-luokkia täydentäviä laajennosmetodeja ja muita hyödyl-
lisiä funktioita on kuitenkin lisätty kirjoitettavuuden parantamiseksi. Näiden lisäksi
voidaan käyttää Javan luokkia ja erillisiä kirjastoja.
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5 Scalan ominaisuuksien analyysi ja vertailu
Tämän tutkielman tavoitteena on analysoida, kuinka hyvin Scala tukee eri ohjel-
mointiparadigmoja. Käsiteltävät paradigmat ovat olio-ohjelmointi, funktionaalinen
ohjelmointi, geneerinen ohjelmointi ja rinnakkaisohjelmointi.
Analyysin muodostamiseksi verrataan Scalan ominaisuuksia ja ratkaisuja kolmen
muun kielen vastaaviin ominaisuuksiin. Vertailukieliksi on valittu Java, C# ja Kotlin.
Vertailukriteereinä käytetään luettavuutta, kirjoitettavuutta ja luotettavuutta.
Tässä luvussa vertaillaan ensin kielten yleisiä piirteitä ja seuraavaksi eri paradigmo-
ja tukevia ominaisuuksia. Viimeisessä aliluvussa kootaan yhteen vertailun pohjalta
tehdyt johtopäätökset.
5.1 Kielten yleiset ominaisuudet
Vertailukielten syntakseista löytyy pieniä eroja, jotka kuitenkin voivat vaikuttaa
ohjelmoijan tehokkuuteen. Esimerkiksi Scala ja Kotlin eivät vaadi puolipisteen käyt-
töä lauseen lopussa, ellei lauseita ole useampia peräkkäin samalla rivillä. Scala ja
Kotlin eivät myöskään vaadi aaltosulkeita sellaisen metodin rungon ympärillä, joka
sisältää vain yhden lausekkeen.
// Java
public int getX() { return this.x; }
// Scala
def getX() = this.x
Tällaisten konventioksi muodostuneiden välimerkkien käyttö vain tarpeen vaatiessa
parantaa kirjoitettavuutta sekä tekee koodista siistimpää ja luettavampaa. Ohjel-
moijan tulee kuitenkin olla tarkkana aaltosulkeiden kanssa, sillä jos esimerkiksi koo-
dipäivityksen jälkeen if-lauseen haara sisältää useampia lauseita yhden sijaan, aal-
tosulkeiden unohtaminen aiheuttaa virheen ohjelmassa.
Scalassa on myös sallittua jättää parametrittoman metodin tai konstruktorin kut-
susta tyhjät sulkeet pois. Tämäkin ominaisuus tekee koodista usein selkeämmän,
mutta tällöin metodikutsua ei voi syntaksin perusteella erottaa kentästä. Tämä voi
vaikeuttaa koodin ymmärtämistä, joten etenkin omia metodeja kutsuttaessa kan-
nattaa käyttää tyhjiä sulkeita.
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// Scala
var fullName: String = ... // kenttä
def fullName(): String = ... // metodi
println(person.fullName) // kentän luku vai metodin kutsu?
Scala- ja Kotlin-kieliä voidaan käyttää komentokielinä eli skriptikielinä, kun taas
Java- ja C#-kielet vaativat kaikkien funktioiden ja muuttujien sijoittamisen luok-
kiin. Java on kielistä ainoa, joka vaatii lisäksi, että kukin julkinen luokka tai rajapinta
on sijoitettava omaan lähdetiedostoonsa. Komentotiedostojen luominen Scalalla on
suoraviivaista ja niitä voidaan suorittaa scala-tulkilla. Ainoa komentotiedostojen
sisältöä koskeva vaatimus on, että koodin tulee päättyä arvon palauttavaan lausek-
keeseen. Viimeisenä ei siis voida esimerkiksi esitellä uutta muuttujaa. Kotlin-kieliset
komentotiedostot ovat tavallisista .kt-päätteisistä Kotlin-tiedostoista poiketen
.ktscript-päätteisiä. Lisäksi ne tulee suorittaa käyttämällä kääntäjän -script-optio-
ta.
Tyypitys ja Javan virtuaalikone
Kaikki käsiteltävät kielet ovat staattisesti tyypitettyjä, mutta C# mahdollistaa
yksittäisten muuttujien dynaamisen tyypityksen. Tähän käytetään dynamic-avain-
sanaa, joka siirtää muuttujan ja sen metodikutsujen tyyppitarkistukset suoritus-
aikaisiksi [AlA12, s. 166].
dynamic obj = getSomeObject();
obj.operate();
Dynaamista tyypitystä voidaan käyttää esimerkiksi .NET-ympäristön monikielisessä
ohjelmoinnissa kutsuttaessa jonkin dynaamisesti tyypitetyn kielen funktioita. Täl-
löin kääntäjä ei aina voi varmentaa toisen kielen palauttaman arvon tyyppiä. Mikäli
ohjelmoija kuitenkin tietää, että esimerkiksi edellä määritellyllä obj-oliolla on suori-
tusaikana operate()-metodi, voi hän muuttaa tyyppitarkistuksen dynaamiseksi.
Staattinen tyypitys vähentää suoritusaikaisia virheitä, koska eri tyyppeihin liittyvien
operaatioiden oikeellisuus tarkistetaan jo käännösvaiheessa. Tämä parantaa ohjel-
man luotettavuutta. Käännösvaiheessa havaittujen virheiden korjaaminen on yleensä
myös helpompaa ja nopeampaa kuin suoritusvaiheessa havaittujen. Joissain tapauk-
sissa kääntäjä ei kuitenkaan voi olla käännösvaiheessa varma jonkin olion tyypistä,
jolloin dynaaminen tyypitys antaa ohjelmoijalle joustavuutta.
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Tutkielmassa vertailtavista kielistä Scala ja Kotlin pohjautuvat Javaan ja niitä
suoritetaan Javan virtuaalikoneessa. Jotkin Java-ympäristön ominaisuudet vaikut-
tavat Javan lisäksi Scala- ja Kotlin-kielissä tehtyihin ratkaisuihin. Java-ympäristössä
esimerkiksi Javan alkeistyypit ovat tehokkaampia kuin viitetyypit, koska niihin voi-
daan viitata suoraan eikä viitteen kautta. Lisäksi alkeistyyppien tapauksessa ei vara-
ta dynaamisesti muistia uutta oliota varten. Scala ja Kotlin käyttävät hyväksi tätä
ominaisuutta ja muuttavat omat arvoluokkansa Javan alkeistyypeiksi käännösvai-
heessa. Toisaalta tämä tuo myös rajoituksia, sillä Javassa uusia arvoluokkia ei voi
määritellä, joten myöskään Scala tai Kotlin eivät voi luoda uusia oikeita arvotyyppe-
jä, kuten C#.
Scala käärii alkeistyypeiksi käännetyt arvoluokat metodikutsuja suoritettaessa vas-
taavien kääreluokkien sisään. Esimerkiksi Int-tyyppinen arvo kääritään
java.lang.Integer-kääreluokan sisään, mikäli kutsutaan toString-metodia. Kotli-
nissa toString-metodi on toteutettu laajennosmetodina, jotka kääntyvät staattisik-
si metodeiksi [Jet12]. Laajennosmetodin kutsu ei siis vaadi alkeistyypin käärimistä
kääreluokkaan, mikä tehostaa metodikutsuja.
Monet Javan suoritusympäristöt suorittavat luokan metodin kutsun nopeammin
kuin rajapinnan metodin kutsun [OSV08a, s. 263]. Scalan piirteet käännetään raja-
pinnoiksi, joten tehokkuutta vaativissa operaatioissa luokka voi olla piirrettä tehok-
kaampi vaihtoehto.
5.2 Luokat, oliot ja perintä
Scalassa luokat, piirteet ja singleton-oliot voivat sisältää kenttiä ja metodeja. Kuten
kaikissa tutkielman vertailukielissä, vain luokissa voi olla konstruktoreja. Kotlinissa
käytetään kenttien sijaan vain ominaisuuksia eli kentän ja aksessorien yhdistelmiä
[Jet12]. Scalassa ja Kotlinissa luokat, piirteet ja singleton-oliot voivat olla keskenään
sisäkkäisiä.
Javassa luokat voivat sisältää kenttiä ja metodeja ja rajapinnat staattisia vakioita ja
abstrakteja metodien esittelyjä. Lisäksi luokat ja rajapinnat voivat olla keskenään
sisäkkäisiä, mutta rajapinta voi sisältää vain staattisia luokkia. C#-rajapinnat voivat
sisältää abstrakteja metodeja, ominaisuuksia, tapahtumia ja indeksoijia [AlA12, s.
97]. Luokissa voi olla edellä mainittujen jäsenten konkreettisten versioiden lisäksi
kenttiä sekä sisäluokkia ja -rajapintoja [AlA12, s. 67].
Sisäkkäisillä luokilla, piirteillä, rajapinnoilla ja singleton-olioilla voidaan luoda nimi-
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avaruuksien kaltaisia hierarkioita, jotka sitovat yhteen toisiinsa liittyvät osat. Lisäksi
sisäkkäisyydellä voidaan rajata osien näkyvyyttä. Scala ja Kotlin sallivat kaikkien
edellä mainittujen ohjelman osien sisäkkäiset yhdistelmät. Java rajoittaa rajapin-
tojen sisältämät luokat staattisiin, ja C#-kielessä taas rajapinnat eivät voi sisältää
lainkaan sisäluokkia tai -rajapintoja.
Luokkien rakenne
Liitteessä 1 on esitelty yksinkertainen henkilöä kuvaava Person-luokka kaikilla neljäl-
lä tutkielmassa käytettävällä kielellä. Henkilöllä on etunimi, sukunimi ja ikä, joita
voi muuttaa. Henkilön ikä on alustettu nollaksi.
Kotlinin ja C#:n käyttämien ominaisuuksien avulla voidaan luoda vaivattomasti
kenttä ja siihen liittyvät aksessorit. Myös koodin luettavuus ja ymmärrettävyys
paranevat, koska kenttä ja sen aksessorit on liitetty yhteen jo rakennetasolla. Ominai-
suuden käyttö lyhentää ja selkeyttää koodia, etenkin mikäli käytetään aksessoreiden
oletustoteutuksia, jotka vain lukevat taustakentän arvon tai sijoittavat siihen uuden
arvon. Mikäli C#-ominaisuuden aksessoreille halutaan antaa oma toteutus, tarvi-
taan myös taustakenttä, kuten liitteen 1 Age-ominaisuuden tapauksessa [AlA12, s.
74]. Kotlissa voidaan viitata suoraan kääntäjän luomaan taustakenttään käyttämällä
$-etuliitettä ominaisuuden nimessä, kuten liitteessä 1 kohdassa if(value > $Age)
$Age = value [Jet12].
Kotlinissa ei ole lainkaan mahdollista määritellä luokan sisäisiä kenttiä. Mikäli kui-
tenkin haluttaisiin ylläpitää esimerkiksi luokan sisäistä private-kenttää, jota eri
metodit käyttävät, voidaan käyttää taustakentän sijasta niin sanottua taustaominai-
suutta (backing property) [Jet12]. Taustaominaisuus on yksityiset aksessorit omaava
ominaisuus, jota julkinen ominaisuus voi päivittää.
C#-luokat voivat sisältää myös indeksoijia (indexer), jotka ovat käteviä erityises-
ti kokoelmaluokkien yhteydessä [AlA12, s. 75]. Indeksoijien avulla voidaan viitata
alkion indeksiin hakasulkeilla seuraavasti.
public class EmployeeRegister {
private Person[] employees;
public Person this[int i] {
get { return this.employees[i]; }
set { this.employees[i] = value; }
}
...
}
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emplRegister[0] = new Person("John Doe");
Tämä toiminnallisuus voidaan toteuttaa myös Scalassa apply- ja update-metodien
avulla, joista ensimmäinen vastaa indeksoijan get-aksessoria ja jälkimmäinen set-
aksessoria.
class EmployeeRegister {
private var employees: Array[Person]
def apply(i: Int) = this.employees(i)
def update(i: Int, value: Person) = this.employees(i) = value
}
emplRegister(0) = new Person("John Doe")
Java ja C# sisältävät avainsanan static, jonka avulla voidaan määritellä staattisia
ominaisuuksia. Staattiset ominaisuudet ovat riippumattomia olioista, esimerkiksi
staattiseen kenttään voi viitata, vaikka sen sisältävästä luokasta ei olisi luotu il-
mentymää. Scalassa ja Kotlinissa staattisten ominaisuuksien jäljittelyyn käytetään
singleton-olioita. Scalassa luokan kanssa samannimistä ja samassa lähdekooditiedos-
tossa sijaitsevaa singleton-oliota kutsutaan kumppaniolioksi. Kotlinissa kumppani-
oliota vastaavat luokkaoliot, jotka sijoitetaan kumppaniluokan sisään [Jet12].
Kotlin on käsiteltävistä kielistä ainoa, jossa ei käytetä lainkaan konventioksi muodos-
tunutta new-avainsanaa olioita luotaessa [Jet12]. Tämä on mahdollista myös Scalassa
määrittelemällä luokan konstruktoria kutsuva tehdasmetodi kumppaniolioon. Tämä
lyhentää olion luontikoodia hieman, mutta toisaalta vaatii erillisen kumppaniolion
ja tehdasmetodin toteutuksen.
Arvoluokat
Vertailukielistä Scalassa ja C#:ssa käyttäjä voi luoda omia arvoluokkia. Scalassa
tämä on mahdollista uusimmassa versiossa periyttämällä AnyVal-luokka ja määrit-
telemällä suoritusaikainen esitysmuoto, joka on jonkin valmiin arvoluokan tyyppinen:
class MyInt(val underlying: Int) extends AnyVal {
def squared() = underlying * underlying
}
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Edellä määritellyn MyInt-arvoluokan ilmentymiä käsitellään siis suoritusaikaisesti
Int-tyyppisinä. Omat arvoluokat tarjoavat lähinnä mahdollisuuden laajennosmeto-
dien lisäämiseen valmiille arvotyypeille, sillä ne voivat sisältää vain metodeja.
C#-kielen arvoluokat tarjoavat laajempia mahdollisuuksia, sillä ne voivat sisältää
myös kenttiä, ominaisuuksia, indeksoijia sekä sisäluokkia [AlA12, s. 93]. Arvoluokkiin
ei voi määritellä itse parametritonta konstruktoria tai muiden kuin staattisten kent-
tien tai vakioiden alustuksia, sillä kaikilla arvoluokilla on implisiittinen parametri-
ton konstruktori, joka alustaa kentät tyyppinsä oletusarvoiksi. Jokaisen määritellyn
konstruktorin tulee saada ainakin yksi parametri sekä alustaa kaikki kentät. Arvo-
luokat eivät voi sisältää korvattavia jäseniä, sillä ne eivät voi periä muita luokkia
eikä niitä voi periyttää muihin luokkiin. Ne voivat kuitenkin toteuttaa rajapintoja.
public struct Point {
int x;
int y;
public Point(int x, int y) {
this.x = x;
this.y = y;
}
}
Edellisessä C#-esimerkissä luodaan arvoluokka Point, jolla on kaksi kenttää x ja y,
jotka konstruktori alustaa.
Scalassa arvotyyppien määrittely on erittäin rajoitettua ja niitä käytetään valmiiden
arvotyyppien rikastamiseen laajennosmetodeilla. C#:ssa arvoluokat ovat monipuo-
lisempia ja mahdollistavat myös esimerkiksi kenttien ja ominaisuuksien käytön.
Javassa alkeistyypit ovat kielen sisään rakennettuja, eikä käyttäjä voi luoda nii-
tä. Kotlinissa ei myöskään ole mahdollista määritellä arvoluokkia, mutta valmiita
arvotyyppejä voi täydentää laajennosmetodeilla [Jet12].
Perintä
Perintämahdollisuuksia voidaan rajoittaa luokkakohtaisesti, ja esimerkiksi Javassa
ja Scalassa käyttämällä final-avainsanaa luokkamäärittelyn edessä voidaan estää
luokan periminen muihin luokkiin. Scalassa luokan perimistä voidaan rajoittaa myös
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sealed-avainsanalla, jolloin luokan voivat periä ainoastaan samassa lähdekoodi-
tiedostossa määritellyt luokat ja piirteet [OSV08a, s. 310]. C#:ssa käytetään myös
sealed-avainsanaa, mutta se toimii samoin kuin Scalan final [AlA12, s. 86]. Kot-
linissa taas estetään luokan periminen oletuksena ja periminen mahdollistetaan
lisäämällä open-avainsana luokkamäärittelyn eteen [Jet12].
Kokonaisen luokan perimisen estäminen on joissain tapauksissa toivottavaa, mut-
ta yksi olio-ohjelmoinnin perustyökaluista on nimenomaan luokkahierarkian muo-
dostaminen. Täten Javan ja Scalan tapa ilmaista erikseen perimisen esto on usein
johdonmukaisempaa kuin Kotlinin tapa sallia perintä eksplisiittisesti.
Useimmiten perimisen estäminen rajoittuu kenttä- ja metoditasolle, eli joitain luo-
kan jäseniä ei haluta korvattavan. C#:ssa metodin, ominaisuuden, indeksoijan ja
tapahtuman korvaaminen aliluokissa tulee erikseen sallia virtual-avainsanalla
[AlA12, s. 84]. Kotlinissa open-avainsanalla sallitaan metodin, ominaisuuden tai
sen aksessorin korvaaminen aliluokissa [Jet12]. Scalassa kenttien ja metodien kor-
vaaminen on oletuksena sallittua, mutta sen voi estää käyttämällä final-avainsanaa
[OSV08a, s. 224].
Moniperintä
Scalassa ja Kotlinissa piirteet voivat sisältää myös toteutusta, joten eräänlainen
moniperintä on mahdollista. Scalassa moniperinnän timanttiongelman ratkaisuun
käytetään luokkahierarkian linearisointia, joka perustuu syvyyssuuntaiseen hakuun
oikealta vasemmalle. Mikäli Kotlinissa samannimisen jäsenen useampi toteutus peri-
tään, tulee ohjelmoijan korvata kyseinen jäsen ja määritellä toteutus eksplisiittisesti
[Jet12]:.
trait A {
fun print() = println("A")
}
trait B {
fun print() = println("B")
}
class C: A, B {
override fun print() {
super<A>.print()
super<B>.print()
}
}
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Esimerkin luokka C perii piirteet A ja B, jotka molemmat sisältävät metodin print()
toteutuksen. Luokan C tulee siis korvata metodi ja määritellä toteutus. Tässä tapauk-
sessa C-luokan metodi kutsuu molempien perittyjen piirteiden toteutuksia super<A>-
ja super<B>-viittausten avulla.
Javassa ja C#:ssa rajapinnat eivät voi sisältää toteutusta, joten toteutuksen moni-
perintä ei ole mahdollista. Nimiyhteentörmäyksiä voi kuitenkin esiintyä, eli saman-
niminen jäsen voi periytyä useampaan kertaan. Javassa useamman samannimisen
abstraktin metodin periytyessä, nämä saavat saman toteutuksen perivässä luokas-
sa. Useamman samannimisen kentän periytyessä tulee käytön yhteydessä määritellä,
mitä niistä halutaan käyttää. Tämä tehdään eksplisiittisellä tyyppimuunnoksella ha-
luttuun ylityyppiin. C#:ssa tulee toteuttaa kukin samanniminen peritty jäsen eks-
plisiittisesti [AlA12, s. 98]. Myös käytön yhteydessä tulee eksplisiittisesti määritellä,
mitä toteutusta halutaan kutsua:
interface IA {
void print();
}
interface IB {
void print();
}
public class C: IA, IB {
void IA.print() { ... }
void IB.print() { ... }
}
...
C myC = new C();
((IA) myC).print(); // Kutsuu IA.print()
((IB) myC).print(); // Kutsuu IB.print()
Esimerkin luokka C perii rajapinnat IA ja IB, jotka molemmat sisältävät print-
metodin. Luokan tulee siis tarjota toteutus molemmille merkitsemällä toteutettava
rajapinta metodin nimen eteen, kuten kohdassa IA.print(). Myös käytön yhtey-
dessä tulee C-tyyppinen olio muuntaa eksplisiittisesti sen rajapinnan tyyppiseksi,
jonka toteutusta halutaan kutsua. Tämä tarkoittaa siis sitä, että luokka voi sisältää
kaksi samannimistä metodia, koska ne voidaan erottaa toisistaan rajapintamerkin-
nän avulla.
Scalan luokkalinearisaatiota hyödynnetään toimintojen pinoamisessa, jonka avulla
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voidaan lisätä erillisiä ja uudelleenkäytettäviä toiminnallisuuksia kerroksittain poh-
jaluokan päälle [OSV08a, s. 259]. Linearisaation ymmärtäminen ja etenkin sen hyö-
dyntäminen voi kuitenkin olla haastavaa. Vaikka pinoamista ei haluaisikaan hyö-
dyntää, tulee ohjelmoijan olla tietoinen siitä, että periyttämisjärjestys voi vaikuttaa
luokkien toimintaan.
Samannimisten jäsenten esiintyminen useissa luokissa, rajapinnoissa tai piirteissä
voi vaikeuttaa koodin ymmärtämistä. Javankin ratkaisussa on siis hyviä puolia, kos-
ka kääntäjä ei hyväksy samannimisiä jäseniä. C# ja Kotlin toimivat Javan ja Scalan
välimuotona toteutuksen moniperinnän osalta, sillä ne eivät estä samannimisten
jäsenten periytymistä, mutta ne vaativat jäsenen korvaamisen ja toiminnan määrit-
tämisen eksplisiittisesti. Tämä parantaa koodin luotettavuutta.
Tyhjät arvot
Tyhjiä arvoja eli null-arvoja käytetään yleensä alustamattomien muuttujien ar-
voina, mikäli kokonaista tai validia oliota ei voida muuttujan esittelyhetkellä muo-
dostaa. Tyhjää arvoa voidaan myös käyttää esimerkiksi funktion paluuarvona il-
maisemaan funktion sisältämien operaatioiden epäonnistumista. Tyhjien arvojen
käyttäminen vaatii kuitenkin enemmän tarkistuksia, jotta tyhjiin viitteisiin ei yritetä
kohdistaa operaatioita.
Javan alkeistyyppeihin ja Scalan arvotyyppeihin ei voi sijoittaa tyhjää arvoa, vaan
tulee käyttää alkeis- tai arvotyypin vastaavaa kääreluokkaa. Näissä kielissä tyhjän
arvon voi siis sijoittaa vain viitetyyppeihin. Scalassa on myös mahdollista käyttää
Option-kääreluokkaa ilmaisemaan mahdollisesti tyhjää arvoa [OSV08a, s. 312]:
var x: Option[Int] = Some(4)
var y: Option[Int] = None
Myöskään C#:n arvotyypit eivät voi sisältää tyhjää arvoa. Sen sijaan käytetään
tyypin perään sijoitettavaa tyhjän arvon mahdollistavaa ?-merkintää:
int x = null; // Ei käänny
int? y = null; // Kääntyy
Tyyppi T? on lyhennys Nullable<T>-tyypistä, joka on Scalan Option-luokkaa vas-
taava kääreluokka [AlA12, s. 153].
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Kotlinissa myöskään viitetyyppi ei oletuksena voi sisältää tyhjää arvoa, vaan tyypin
perään tulee lisätä C#:n tapaan ?-merkki, mikäli sen halutaan voivan sisältää tyhjän
arvon [Jet12]:
string s = null // Ei käänny
string? s = null // Kääntyy
Tämän ratkaisun tarkoituksena on poistaa tyhjien arvojen käsittelyn aiheuttamat
virhetilanteet, sillä tietty arvo ei voi olla tyhjä, mikäli sen tyypin perässä ei ole ?-
merkkiä. Esimerkiksi funktion paluuarvon ollessa tyyppiä Int tiedetään, että se ei
voi palauttaa tyhjää arvoa. Mikäli paluuarvon tyyppi on Int?, tulee tarkistus tyhjän
arvon varalta tehdä ennen paluuarvon käsittelyä. Tämä Kotlinin ominaisuus paran-
taa ohjelmien luotettavuutta, sillä sen avulla voidaan vähentää tyhjistä arvoista
aiheutuvia suoritusaikaisia virheitä.
Vertailukielten oliosuuntautuneisuus
Scala tukee hyvin olio-ohjelmointia ja vaatii vähemmän koodia kuin Java. Toisaalta
Kotlin vaati vielä vähemmän koodia ominaisuuksien ansiosta. Lisäksi ominaisuu-
det jäsentelevät luokan rakenteen hyvin, mikä parantaa koodin luettavuutta. Scalan
luokkalinearisaatioon perustuva moniperintä tarjoaa mahdollisuuksia toimintojen
pinoamiseen, mutta vaikeuttaa ohjelmien ymmärtämistä ja siten heikentää niiden
luotettavuutta.
Scalassa on mahdollista määritellä omia arvoluokkia ja laajennosmetodeja, joiden
avulla on mahdollista tehostaa koodia korvaamalla viiteluokka arvoluokalla. Toisaal-
ta C# tarjoaa monipuolisemman tavan arvoluokkien toteutukseen ja kokonaan
erillisen syntaksin laajennosmetodien määrittelyyn. Kotlin mahdollistaa myös laa-
jennosmetodit, mutta ei omien arvoluokkien toteutusta.
Scalan olio-ohjelmointiin liittyviin ominaisuuksiin ja niiden eroihin vertailukieliin
nähden palataan luvussa 5.6.
5.3 Funktionaalisuus
Itse funktioiden määrittelyssä ei ole suuria eroja eri vertailukielten välillä. Java-
ja C#-kielissä käytetään return-avainsanaa funktion palauttaessa arvon. Scalassa
return-avainsana on valinnainen, ja sen puuttuessa funktion paluuarvo on funktion
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viimeisen lausekkeen arvo. Kotlinissa return-avainsanan voi jättää pois vain, mikäli
funktion runko muodostuu vain yhdestä lausekkeesta, ja funktion rungon ympärillä
ei käytetä aaltosulkeita [Jet12].
Scalassa ja Kotlinissa funktiot voivat olla sisäkkäisiä [OSV08a, s. 175] [Jet12]. C#:ssa
funktiot eivät voi suoraan olla sisäkkäisiä, mutta delegaatin voi määritellä funktion
sisällä anonyyminä funktiona. Javassa metodit eivät myöskään voi olla sisäkkäisiä,
mutta tämä voidaan kiertää luomalla metodiin paikallinen luokka, joka sisältää ha-
lutun metodin.
Funktiotyypit
Javassa funktioita ei vielä voi suoraan käyttää arvoina eli sijoittaa muuttujaan, välit-
tää parametrina tai käyttää paluuarvona, vaan ne tulee kääriä johonkin luokkaan tai
rajapintaan, jonka sisällä funktio välitetään. Javassa ei siis ole mahdollista määritellä
funktiotyyppiä.
interface Operation {
public void operate(int x);
}
public void operateValue(Operation f, int x) {
f.operate(x);
}
Esimerkissä luodaan rajapinta Operation, joka esittelee metodin operate. Seu-
raavaksi määritellään metodi, joka ottaa parametrinaan Operation-tyyppisen olion
sekä kokonaisluvun ja kutsuu olion operate-metodia. Kun halutaan välittää funktio,
se siis toteutetaan operate-metodina luokassa, joka toteuttaa Operation-rajapinnan.
Sitten tämän luokan tyyppinen olio välitetään parametrina operateValue-metodille,
joka kutsuu operate-metodia.
C#-kielessä funktioita voidaan käyttää arvoina ja niiden tyyppi määritellään de-
legaattien avulla [AlA12, s. 119]. Tyypin määrittelyyn voidaan käyttää valmiita
geneerisiä Func- ja Action-delegaatteja. Ensin mainittuja käytetään arvon palaut-
tavien funktioiden yhteydessä ja jälkimmäisiä void-tyyppisten funktioiden yhtey-
dessä. Esimerkiksi funktio, joka ottaa parametrina yhden kokonaisluvun ja palaut-
taa merkkijonon, voidaan sijoittaa seuraavaan muuttujaan:
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Func<int, string> intToString;
Delegaatteja voi määritellä myös itse, jolloin niille voi antaa kuvaavan nimen. Seu-
raava delegaatti määrittelee samanlaisen funktiotyypin kuin edellinen:
delegate string intToString (int x);
Itse määritellyt delegaattityypit eivät kuitenkaan ole keskenään yhteensopivia. Vaik-
ka määritellään kaksi delegaattityyppiä, joiden parametrien määrä ja tyyppi sekä
paluuarvon tyyppi ovat samat, niitä ei voi käyttää toistensa tilalla [AlA12, s. 126]:
delegate string anotherIntToString (int x);
anotherIntToString myFunction = ...;
public string perform(intToString f, x) {
return f(x);
}
perform(myFunction, 2); // Ei käänny
Jos funktio ottaa parametrina intToString-tyyppisen delegaatin, sille ei voi antaa
anotherIntToString-tyyppistä delegaattia, vaikka sen parametrien ja paluuarvon
tyypit ovatkin samat.
Scalassa ja Kotlinissa funktion tyyppi määritellään luettelemalla ensin parametrien
tyypit ja nuolen jälkeen paluuarvon tyyppi:
// Scala
var transform: Int => Int
// Kotlin
var transform: (Int) -> Int
Scalassa ja Kotlinissa ei esiinny C#:n delegaattien yhteensopivuusongelmaa, koska
funktioiden tyyppi määräytyy suoraan parametrien määrän ja tyyppien sekä paluu-
arvon tyypin perusteella.
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Funktioliteraalit
Funktioliteraalit eli nimettömät funktiot mahdollistavat funktion kirjoittamisen il-
man kokonaista funktiomäärittelyä. Tällöin voidaan esimerkiksi sijoittaa funktioli-
teraali suoraan muuttujaan. Funktioliteraalit löytyvät kaikista vertailukielistä paitsi
Javasta. Anonyymejä funktioita voidaan luoda lyhimmin lambdalausekkeilla, joiden
syntaksi on lähes sama kaikissa kielissä:
// Scala
var transform = (x: Int) => x + 1
// C#
Func<int, int> transform = (int x) => x + 1;
// Kotlin
var transform = { (x: Int) -> x + 1 }
C#-versiossa parametrin tyypin int voisi jättää poiskin, koska delegaatin määrit-
tely sisältää myös parametrin tyypin. Lambdalausekkeen voisi kirjoittaa lyhyemmin
muotoon x => x + 1. Scalassa ja Kotlinissa parametrin tyyppimäärettä ei edellisen
esimerkin tapauksessa voi jättää pois, koska tyyppiä ei ole määritelty missään muual-
la. Seuraavan esimerkin mukaisessa tapauksessa voidaan parametrin tyyppi jättää
pois lambdalausekkeesta, sillä tyyppi päätellään funktion operate parametrin f
tyypistä.
// Scala
def operate(f: Int => Int, x: Int) = f(x)
operate(x => x + 1, 6)
// Kotlin
fun operate(f: (Int) -> Int, x: Int): Int = f(x)
operate({ x -> x + 1 }, 6)
Kaikissa kolmessa kielessä voi siis jättää tyyppimääreen pois vain, mikäli tyyppi
voidaan päätellä jostain muusta yhteydestä. C#:ssa tyyppi voidaan määritellä esi-
merkiksi delegaattityypistä, ja Scalassa ja Kotlinissa käyttöyhteydestä.
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Anonyymit luokat
Kaikki vertailukielet tukevat anonyymejä eli nimettömiä luokkia jossain muodos-
sa. Java vaatii yliluokan tai toteutettavan rajapinnan määrittämisen anonyymille
luokalle. Seuraavassa Java-esimerkissä luodaan Comparator-rajapinnan toteuttavan
anonyymin luokan ilmentymä ja välitetään se Collections.sort-metodille:
Collections.sort(myCollection, new Comparator<String>() {
public int compare(String s1, String s2) {
return s1.compareTo(s2);
}
});
Scalassa, Kotlinissa ja C#:ssa voidaan määritellä anonyymejä luokkia myös ilman
yliluokkaa tai toteutettavaa rajapintaa. Scalassa ja C#:ssa anonyymin luokan il-
mentymä luodaan new-avainsanalla ja Kotlinissa object-avainsanalla:
// Scala
var person = new { var firstName = "John"; var lastName = "Doe" }
// Kotlin
var person = object { var firstName = "John"; var lastName = "Doe" }
// C#
var person = new { FirstName = "John", LastName = "Doe" };
Mikäli anonyymiin luokkaan halutaan periyttää luokka tai piirteitä, se onnistuu
Scalassa ja Kotlinissa seuraavasti:
// Scala
var anonymous = new ClassA with TraitA with TraitB { ... }
// Kotlin
var anonymous = object: ClassA(), TraitA, TraitB { ... }
C#:ssa anonyymi luokka perii automaattisesti Object-luokan eikä siihen voi itse
periyttää muuta luokkaa eikä se voi toteuttaa rajapintoja. Lisäksi C#:n anonyymit
luokat voivat sisältää vain luettavia ominaisuuksia, joiden arvoja ei voi muuttaa
53
alustuksen jälkeen. Scalan anonyymit luokat voivat sisältää samoja jäseniä kuin
tavalliset luokat. Kotlinissa anonyymit luokat eivät voi sisältää piirteitä ja niiden
sisäisten luokkien määrittelyt tulee varustaa inner-määreellä [Jet12].
C#-kielessä anonyymejä luokkia käytetään lähinnä kyselytulosten yhteydessä, jol-
loin tyyppi määräytyy kyselyn perusteella. Tässä yhteydessä edellä mainitut ra-
joitukset eivät ole ongelma. Scalassa ja Kotlinissa anonyymien luokkien käyttö on
vapaampaa, joten niitä voidaan käyttää monipuolisemmin. Niiden mielekkäät käyt-
tötapaukset ovat kuitenkin rajalliset ja yleisin on piirteiden yhdistelmien luomi-
nen ilman erillistä luokkamäärittelyä. Javassa anonyymejä luokkia käytetään lähin-
nä tapahtumakuuntelijoiden toteuttamisessa ja tiettyjen kirjastometodien, kuten
Collections.sort, parametrien yhteydessä. Tämä lyhentää koodia ja säästää ohjel-
moijan erillisen lähdekooditiedoston ja luokkamäärittelyn luomiselta.
Hahmontunnistus
Vertailukielistä Scala ja Kotlin sisältävät hahmontunnistuslausekkeet, jotka toimivat
samalla periaatteella. Tunnistettavan arvon tyypin tulee olla kaikkien hahmojen
tyyppien yhteinen yliluokka, seuraavan esimerkin tapauksessa Any.
// Scala
x match {
case i: Int => ...
case s: String => ...
case 5.5 => ...
case _ => ...
}
// Kotlin
when(x) {
is Int -> ...
is String -> ...
5.5 -> ...
else -> ...
}
Scalassa jokaisen hahmon edellä käytetään case-avainsanaa. Lisäksi tyyppiä tutkit-
taessa syötteelle annetaan yleensä uusi muuttuja, kuten i: Int, joka on käytettävis-
sä hahmoa vastaavassa haarassa. Tämän ansiosta alkuperäistä syötettä ei tarvitse
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muuntaa erikseen esimerkiksi Int-tyyppiseksi, jotta sitä voisi käyttää aritmeettisis-
sa operaatioissa hahmoa vastaavassa haarassa. Mikäli muuttujaa ei tarvita, voidaan
se korvata villillä kortilla, esimerkiksi case _: Int.
Kotlinissa käytetään syötteen x tyyppiä tutkittaessa is-avainsanaa hahmon eli tyypin
edessä ja syötteen arvoa tutkittaessa pelkkää arvoliteraalia. Kotlinissa tarvitaan siis
toistaiseksi eksplisiittistä tyyppimuunnosta, mikäli halutaan käyttää syötettä x Int-
tyyppisenä lausekkeen ensimmäisessä haarassa [Jet12].
Kotlinissa hahmontunnistuksen tulee kattaa kaikki mahdolliset hahmot, joten else-
haara on pakollinen [Jet12]. Scalassa ei tarkisteta match-lauseen kattavuutta kään-
nösvaiheessa, joten hahmontunnistuksen epäonnistuminen aiheuttaa suoritusaikaisen
virheen [OSV08a, s. 297]. Ohjelmoijan tulee siis olla varma, että hahmot kattavat
kaikki mahdolliset syötteet, ja mieluimmin lisätä aina villi kortti suoritusaikaisen
virheen eliminoimiseksi.
Laiska laskenta
Vertailukielistä Scala ja C# tarjoavat mahdollisuuden määritellä laiskasti lasket-
tavia arvoja. Javassa tämä ei ole mahdollista, eikä Kotlin ainakaan vielä sisällä tätä
ominaisuutta.
Scalassa val-vakiot voidaan määritellä laiskasti laskettaviksi lazy-avainsanalla. C#
taas sisältää geneerisen tyypin Lazy<T>, joka hoitaa T-tyyppisen arvon laiskan lasken-
nan [AlA12, s. 905]:
// Scala
lazy val exp: Int = calculate()
// C#
Lazy<int> exp = new Lazy<int>(calculate());
int res = exp.Value;
C#:n Lazy<T>-kääreluokan konstruktorille annettava parametri on delegaatti, joka
palauttaa arvonaan laiskasti laskettavan arvon. Scalassa laiskasti laskettuun arvoon
voidaan viitata suoraan, mutta C#:ssa arvo saadan kääreluokan ominaisuudesta
exp.Value.
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Vertailukielten funktionaalisuus
Vertailukielistä Scala ja Kotlin tukevat hyvin funktionaalista ohjelmointiparadig-
maa. Funktioliteraalit antavat ilmaisuvoimaa ja parantavat kirjoitettavuutta. Funk-
tiotyyppien ja -literaalien syntaksi on johdonmukaista ja luettavaa. Anonyymien
tyyppien käyttö on joustavaa etenkin Scalassa, vaikka niiden käyttötilanteita onkin
harvemmin. Scalan hahmontunnistus on virhealttiimpaa kuin Kotlinissa, sillä Scala-
kääntäjä ei tarkista hahmojen kattavuutta. Tämä vaatii tarkkuutta ohjelmoijalta ja
siten heikentää hieman luotettavuutta.
Myös C# sisältää joitain kirjoitettavuutta parantavia funktionaalisia ominaisuuksia,
mutta se on ensisijaisesti olio-ohjelmointikieli. C#:n laiska laskenta tapahtuu kääre-
luokan avulla, kun taas Scalassa käytetään lazy-avainsanaa, joka on ehkä hieman
luettavampi. Javan funktionaaliset ominaisuudet rajoittuvat lähinnä anonyymeihin
luokkiin, jotka toki voivat parantaa koodin laatua, mutta eivät yksinään tarjoa suu-
ria mahdollisuuksia.
Vertailukielten funktionaalisiin ominaisuuksiin ja niiden eroihin sekä analyysiin pa-
lataan luvussa 5.6.
5.4 Geneerisyys
Kaikissa tutkielman vertailukielissä on mahdollista määritellä geneerisiä tietotyyppe-
jä. Javassa luokat, rajapinnat ja metodit voivat olla geneerisiä ja C#:ssa edellä
mainittujen lisäksi myös delegaattityypit. Scalassa ja Kotlinissa luokat, piirteet,
funktiot ja metodit voivat olla geneerisiä. Yksinkertaisimmillaan invariantilla tyyppi-
parametrilla varustettu geneerinen luokka määritellään kaikilla kielillä lähes samoin:
// Java
public class Stock<T> {
public void add(T item) { ... }
public Collection<T> getAll() { ... }
}
// Scala
class Stock[T] {
def add(item: T) { ... }
def getAll(): Iterable[T] = { ... }
}
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// C#
public class Stock<T> {
public void add(T item) { ... }
public IEnumerable<T> getAll() { ... }
}
// Kotlin
class Stock<T> {
fun add(item: T) { ... }
fun getAll(): Collection<T> = { ... }
}
Varianssi
Geneeristen tyyppien tyyppiparametrien varianssimäärittelyissä on eroja vertailukiel-
ten välillä. Javassa ei ole mahdollista muuttaa itse tyyppiparametrin varianssia. Sen
sijaan geneerisen tyypin käytön yhteydessä on mahdollista käyttää varianssianno-
taatioita. Esimerkiksi muuttujan voi määritellä kovariantiksi seuraavasti:
Stock<? extends A> myStock = ...;
Nyt myStock-muuttujaan voi sijoittaa Stock[T]-tyyppisen olion, jossa T on tyyppiä
A tai sen alityyppi. Kontravarianssin tapauksessa käytettäisiin varianssiannotaatiota
? super A, jolloin muuttujaan voi sijoitettavan Stock[T]-tyyppisen olion tyyppi-
parametri T on tyyppiä A tai sen ylityyppi. Varianssiannotaatioita voidaan käyttää
myös esimerkiksi metodin parametrin tyypissä.
Myös Kotlin sallii varianssiannotaatiot geneerisen tyypin käytön yhteydessä. Avain-
sanalla outmerkitään kovariantti ja avainsanalla in kontravariantti tyyppiparametri
[Jet12]:
var myStock: Stock<out A> = ...
Kotlin sallii varianssiannotaatioiden käytön myös geneerisen tyypin määrittelyn yh-
teydessä [Jet12]. Scala taas käyttää vain määrittelyn varianssiannotaatioita, eli esi-
merkiksi kovarianssi tulee siis määritellä Stock-tyypin määrittelyssä. C#:ssa vain ge-
neeristen rajapintojen tyyppiparametrien varianssia voi muuttaa, mutta ei geneeris-
ten luokkien [AlA12, s. 114]. Täytyy siis luoda ensin kovariantilla tyyppiparametrilla
varustettu rajapinta ja sitten sen toteuttava luokka.
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Yhdessäkään vertailukielistä kovarianttia tyyppiparametria ei voi käyttää geneerisen
tyypin metodin parametrin tyyppinä. Tästä seuraa, että kovariantteja tyyppejä ei
voi muokata. Täten esimerkiksi Kotlin-kieliseen Stock<out A>-tyyppiseen kokoel-
maolioon ei voi lisätä alkioita. Sen sijaan oliosta voi lukea A-tyyppisiä arvoja, sillä
vaikka olio sisältäisi jonkin A:n alityypin alkioita, ne voidaan turvallisesti muuntaa
A-tyyppisiksi. Kontravariantin tyyppiparametrin tapauksessa asia on päinvastoin,
Stock<in A>-tyyppisestä oliosta ei ole turvallista lukea A-tyyppisiä olioita, koska
kokoelma voi sisältää A:n ylityyppien ilmentymiä. Kokoelmaolioon voi kuitenkin
turvallisesti lisätä A-tyyppisiä alkioita, koska ne voidaan muuntaa miksi tahansa A:n
ylityypiksi.
Määrittelyvarianssin tapauksessa geneerisen tyypin metodin parametrin tyypiksi ei
voi sijoittaa kovarianttia tyyppiparametria. Käyttövarianssin tapauksessa tyyppi-
parametria voi käyttää missä tahansa geneerisen tyypin määrittelyn osassa ja vasta
kovarianssin määrittely käyttötilanteessa tuo rajoituksia. Tällöin kääntäjä ei anna
käyttäjän kutsua oliolle sellaisia metodeja, joiden parametrin tyyppinä on kovari-
antti tyyppiparametri.
Liitteessä 2 on kovariantti versio edellä esitellystä geneerisestä Stock-kokoelmatyy-
pistä add- ja getAll-metodien toteutuksen kera Scalalla, C#:lla ja Kotlinilla kir-
joitettuna. C#-toteutus sisältää myös rajapinnan kovarianssin määrittelyä varten.
Scalan ja Kotlinin kovariantit versiot Stock-tyypistä ovat muuttumattomia, eli add-
metodi palauttaa uuden Stock-tyyppisen olion sen sijaan, että muokkaisi alku-
peräistä oliota. Scalan kovarianttia Stock-tyyppiä voidaan käyttää seuraavan esi-
merkin mukaisesti, jossa A on tyypin B ylityyppi ja B on tyypin C ylityyppi.
var bs = Stock[B](List(new B))
bs = bs.add(new B)
bs = bs.add(new C)
var as: Stock[A] = bs
var as2: Stock[A] = bs.add(new A)
Esimerkin mukaisesti tyyppi Stock[B] voidaan sijoittaa Stock[A]-tyyppiseen muut-
tujaan. Mikäli lisätään bs-kokoelmaan A-tyyppinen olio, add-metodi palauttaa
Stock[A]-tyyppisen kokoelman.
Kotlinissa ei ole mahdollista määritellä alarajaa tyyppiparametrille, joten Scalan
[U >: T]-rajoitteelle ei ole vastinetta. Metodi add tulee siis toteuttaa laajennosme-
todina, joka toimii kuitenkin käyttötilanteessa samoin kuin Scalan versio:
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var bs = Stock<B>(listOf(B()))
bs = bs.add(B())
bs = bs.add(C())
var as: Stock<A> = bs
var as2: Stock<A> = bs.add(A())
C#:ssa geneeristen luokkien tyyppiparametrit ovat aina invariantteja, vaikka ne to-
teuttaisivat kovariantilla tyyppiparametrilla varustetun rajapinnan [AlA12, s. 115].
Tästä syystä kovariantin tyypin käyttö eroaa hieman Scalasta ja Kotlinista:
Stock<B> bs = new Stock<B>(new List<B> { new B() });
bs.add(new B());
bs.add(new C());
ICovariantStock<A> ias = bs;
Stock<A> aas = new Stock<A>(ias.getAll().ToList());
Haluttaessa sijoittaa Stock<B>-tyyppinen olio Stock<A>-tyyppiseen muuttujaan tu-
leekin käyttää ylimääräistä muuttujaa, jonka tyyppinä on kovariantti rajapinta
ICovariantStock. Tämän jälkeen voidaan luoda Stock<A>-tyyppinen muuttuja kut-
sumalla rajapinnan getAll-metodia.
Geneerisyys vertailukielissä
Invarianteilla tyyppiparametreilla varustetun geneerisen tyypin määrittelyssä ei ole
suuria eroja vertailukielten välillä. Varianssiannotaatioiden sallitut käyttötilanteet
vaihtelevat hieman. Scala ja C# sallivat varianssiannotaatiot vain geneerisen tyypin
määrittelyn yhteydessä, ja Java sallii ne vain käytön yhteydessä. Kotlin on kielistä
ainoa, joka sallii molemmat tavat. Mikäli geneerisen tyypin varianssi on intuitiivi-
sesti esimerkiksi kovariantti, määrittelyvarianssi säästää ohjelmoijan merkitsemästä
kovarianssia jokaisella tyypin käyttökerralla. Toisaalta käyttövarianssi mahdollistaa
geneerisen tyypin monipuolisemman käytön, mikäli tyyppiparametrin varianssia ha-
lutaan muuttaa käyttötilanteen mukaan.
Scalassa varianssiannotaatioina käytetään +/--merkkejä. Kotlinissa ja C#:ssa käy-
tetään in/out-avainsanoja, jotka ovat hieman ymmärrettävämpiä ja luettavampia.
Javan varianssiannotaatio muodostuu villistä kortista ? ja rajoituksista extends-
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ja super-avainsanojen avulla. Nämä ovat johdonmukaisia ja ymmärrettäviä avain-
sanoja, jotka tekevät geneerisen luokan käytöstä tyyppinä sekä kirjoitettavaa että
luettavaa.
Geneerisyyteen liittyvien ominaisuuksien eroihin vertailukielten välillä palataan ana-
lyysin yhteydessä luvussa 5.6.
5.5 Rinnakkaisuuden hallinta
Javan rinnakkaisohjelmoinnin välineitä ovat säikeet, synkronoidut koodilohkot ja
lukot. Koska Scala ja Kotlin pohjautuvat Javaan, edellä mainitut välineet ovat
käytössä myös näissä kielissä. Säikeiden avulla voidaan määritellä rinnakkain suoritet-
tavia tehtäviä. Kriittisiin koodin osiin sovelletaan lukkoja ja synkronointia usean säi-
keen samanaikaisen pääsyn estämiseksi. Javan säikeitä voidaan luoda ja käsitellä suo-
raan Thread-luokan kautta tai Executor-rajapinnan toteuttavien hallintaluokkien
kautta, jotka tarjoavat kaikkien ohjelman säikeiden hallintaan liittyviä apumetodeja.
Säikeelle annetaan suoritettavaksi Runnable-rajapinnan toteuttava luokka tai vaih-
toehtoisesti voidaan periyttää Thread-luokka suoraan omaan luokkaan:
public class MyRunnable implements Runnable {
public void run() {
...
}
}
(new Thread(new MyRunnable())).start();
public class MyThread extends Thread {
public void run() {
...
}
}
(new MyThread()).start();
Esimerkissä luodaan ensin Runnable-rajapinnan toteuttava MyRunnable-luokka, jon-
ka ilmentymä välitetään seuraavaksi parametrina Thread-luokan konstruktorille.
Thread-olio käynnistetään suoraan start-metodin kutsulla. Seuraavaksi luodaan
MyThread-luokka, joka perii suoraan Thread-luokan, jolloin start-metodia voidaan
kutsua suoraan lopuksi luodulle MyThread-tyyppiselle oliolle.
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Javassa koodilohko voidaan ympäröidä synchronized-lausekkeella, jolloin vain yksi
säie kerrallaan voi suorittaa kyseistä koodilohkoa. Lausekkeelle annetaan parametri-
na olio, jota käytetään koodilohkon lukkona. Seuraavassa esimerkissä luodaan ensin
Object-tyyppinen lukko-olio lock, joka välitetään synchronized-lausekkeelle:
private Object lock = new Object();
synchronized(lock) {
// Vain yksi säie kerrallaan pääsee tänne
}
Myös Java-metodi voidaan merkitä avainsanalla synchronized, jolloin lukkona käy-
tetään sitä luokasta luotua oliota, jonka kautta metodia kutsutaan. Itse olion käyt-
täminen lukkona aiheuttaa sen, että vain yksi säie kerrallaan voi suorittaa ky-
seisen olion synkronoituja metodeja. Toinen säie ei siis voi kutsua edes toista olion
synkronoitua metodia, vaikka se olisi riippumaton ensimmäisen säikeen kutsumasta
metodista. Mikäli luokassa on toisistaan riippumattomia metodeja, ei siis kannata
synkronoida niitä suoraan, vaan käyttää synchronized-lauseketta metodien sisällä
ja antaa näille eri lukko-oliot.
Scala sisältää oman aktorikirjaston, jonka avulla voidaan luoda ja käyttää asynkro-
niseen viestinvälitykseen perustuvia aktoreita. Scalan uusimpaan versioon sisältyy
myös Akka-kirjasto, joka tulee korvaamaan Scalan oman kirjaston aktorien toteutuk-
sena. Lisäksi on mahdollista käyttää futuureja arvojen laskemiseen asynkronisesti.
C#-kielessä rinnakkaisohjelmointiin käytetään Javan tapaan säikeitä ja lukkoja sekä
tehtäviä, jotka määrittelevät asynkronisen operaation abstraktimmalla tasolla kuin
säikeet. Tehtävät voivat myös palauttaa arvon, missä tapauksessa ne muistuttavat
Scalan futuureja [AlA12, s. 567].
Task.Run(() => { ... });
Task<int> returningTask = Task.Run(() => { ... });
...
int result = returningTask.Result;
Edellisessä C#-esimerkissä luodaan ensin tehtävä, joka suorittaa asynkronisen
operaation, mutta ei palauta arvoa. Seuraavaksi luodaan tehtävä, jonka suorittama
operaatio palauttaa kokonaisluvun, joka saadaan tehtävän Result-ominaisuudesta.
Kotlin ei itsessään sisällä muita rinnakkaisuuteen liittyviä välineitä kuin Javan valmii-
siin luokkiin pohjautuvia lisäfunktioita ja laajennosmetodeja. Esimerkiksi Javan
61
Lock-rajapintaan on lisätty laajennosmetodi withLock. Metodi ottaa parametrinaan
lukittavan ohjelmalohkon ja hoitaa lukon hallinnan:
val myLock: Lock = ReentrantLock()
myLock.withLock({
...
})
Sama voidaan tehdä Kotlinissa myös käyttämällä synchronized-funktiota:
val myLock: Lock = ReentrantLock()
synchronized(myLock) {
...
}
Eräs Kotliniin lisätty hyödyllinen funktio on thread, joka luo uuden säikeen. Funk-
tiolle voi antaa parametreina useita asetuksia, kuten nimen ja prioriteetin. Säie
käynnistetään oletuksena heti, kun se on luotu, mutta parametrin start = false
avulla voi jättää säikeen käynnistämättä:
thread(name = "myThread") {
// Säikeen suorittama koodi
}
Tuottaja ja kuluttaja -malli
Liitteessä 3 on esitelty perinteinen tuottajan ja kuluttajan muodostama vuorovaiku-
tus kaikilla vertailukielillä. Tuottaja eli Producer tuottaa 10 tuotetta ja kuluttaja
eli Consumer kuluttaa ne samassa järjestyksessä kuin ne on tuotettu. Ohjelmissa
on käytetty kunkin kielen tarjoamia rinnakkaisohjelmoinnin välineitä. Java-, C#- ja
Kotlin-esimerkeissä on käytetty valmiita kokoelmaluokkia, joiden operaatiot sisältä-
vät rinnakkaisuudenhallinnan. Myös Scala sisältää vastaavia kokoelmaluokkia, mut-
ta koska aktorit voivat viestiä suoraan keskenään, ei sellaiselle ole esimerkissä tarvet-
ta.
Java-versiossa on yhteensä kolme luokkaa: Producer, Consumer sekä pääohjelman
sisältävä ProducerConsumer. Producer-luokan tuottamien arvojen säilytykseen käy-
tetään BlockingQueue-rajapintaa, jonka toteuttava LinkedBlockingQueue-luokka
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sisältää jo valmiiksi lukot käsittelyä varten. Näin ohjelmoijan ei tarvitse itse to-
teuttaa kokoelmaluokkaa ja huolehtia sen operaatioiden synkronoinnista. Blocking-
Queue-rajapinnan put-metodi lisää alkion jonon loppuun ja take-metodi ottaa jonon
ensimmäisen alkion. Mikäli jono on tyhjä, take-metodi odottaa, kunnes jonoon
lisätään alkio. LinkedBlockingQueue-luokan konstruktorille voi halutessaan antaa
kokoelman maksimikoon parametrina, mutta mikäli rajoitusta ei anneta, alkioita
voidaan lisätä rajatta.
Scala-versiossa tuottaja ja kuluttaja ovat aktoreita. Erillistä varastoluokkaa ei tarvi-
ta, sillä aktoreilla on oma viestijononsa, jonka kautta tuotteet voidaan välittää suo-
raan tuottajalta kuluttajalle. Tuottajalle lähetetään WORK-viesti niin monta kertaa
tai niin kauan kuin tuottajan halutaan jatkavan tuotteiden lähettämistä kulutta-
jalle. Kun tuottajan halutaan lopettavan, tälle lähetetään CLOSE-viesti, jolloin tuot-
taja lähettää kuluttajalle tyhjän tuotteen, jonka perusteella myös kuluttaja-aktori
osaa lopettaa toimintansa. Tyhjän viestin lähetyksen jälkeen tuottaja-aktori lopet-
taa oman toimintansa.
C#-versiossa tuottaja ja kuluttaja ovat tavallisia luokkia, sillä Thread-luokkaa ei voi
suoraan periä. Sen sijaan luodaan erikseen uusi säie-olio, jolle annetaan paramet-
rina säikeen käynnistävä metodi ThreadStart-tyyppisenä delegaattina [AlA12, s.
548]. Esimerkiksi tuottajaa vastaavalle säikeelle annetaan aloituskohdaksi Producer-
luokan run-metodi.
Kotlin-versiossa käytetään samoja luokkia ja rakennetta kuin Java-versiossa.
Producer- ja Consumer-luokat perivät Thread-luokan ja toteuttavat run-metodin.
Tuotettujen arvojen säilytykseen käytetään BlockingQueue-luokkaa. Erot Kotlin-
ja Java-koodin välillä keskittyvät run-metodeihin. Kotlinissa ei ole pakko lisätä try-
lausetta, vaikka kokoelmaluokan put- ja take-metodit voivat aiheuttaa poikkeuk-
sen. Kotlinissa ei siis ole pakko huomioida kaikkia mahdollisia poikkeuksia, kuten
Javassa. Lisäksi Kotlin-versiossa tulee take-metodin paluuarvo muuntaa erikseen
Any?-tyyppisestä Any-tyyppiseksi, sillä muunnettaessa Java-tyyppi Kotlin-tyypiksi
se mahdollisestaan automaattisesti vastaanottamaan myös tyhjä arvo. Kun take-
metodi palauttaa Javassa Object-olion, sitä vastaa Kotlinissa Any?-olio, vaikka put-
metodi hyväksyykin vain Any-olioita.
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Vertailukielten rinnakkaisuuden hallinta
Java tarjoaa rinnakkaisohjelmointiin säikeet ja lukot sekä synkronoidut koodilohkot.
Scala käyttää rinnakkaisohjelmointiin aktoreita, joiden toimintaa ohjataan jonosta
käsiteltävillä viesteillä. Kriittiset resurssit kääritään aktoreihin, jolloin operaatiot
suoritetaan aktorin kautta peräkkäin. C# sisältää säikeiden lisäksi tehtävät, jotka
ovat säikeitä korkeammalla abstraktiotasolla. Tehtävät muistuttavat Scalan futuure-
ja, sillä ne määrittelevät asynkronisen operaation, joka voi palauttaa arvon. Kotlin
ei tarjoa rinnakkaisohjelmointiin muita välineitä kuin Javan luokkia täydentäviä laa-
jennosmetodeja.
Vertailukielten rinnakkaisuuden hallintamekanismien eroihin palataan luvussa 5.6.
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5.6 Scalan ominaisuuksien analyysi
Tässä luvussa kerrataan edellisten lukujen vertailun tulokset vertailumatriisin avul-
la sekä analysoidaan niiden pohjalta Scalan moniparadigmaisuutta. Käsiteltävät
paradigmat ovat olio-ohjelmointi, funktionaalinen ohjelmointi, geneerisyys sekä rin-
nakkaisohjelmointi. Vertailukielinä ovat Scalan pohjana toimiva Java, .NET-ym-
päristön kieli C# sekä Scalan haastava Kotlin. Vertailukriteereinä käytetään luet-
tavuutta, kirjoitettavuutta ja luotettavuutta, joita on kuvailtu enemmän luvussa
2.2. Kriteereiden täyttymistä arvioidaan kunkin paradigman näkökulmasta ja siten
muodostetaan analyysi Scalan moniparadigmaisuudesta.
Ominaisuuksien kertaus ja vertailumatriisi
Taulukossa 2 on esitelty matriisi vertailukielten ominaisuuksista tutkittaviin paradig-
moihin liittyen. Jokaisesta vertailukielestä on merkitty myös käytetty versionumero.
Kaikki vertailukielet ovat staattisesti tyypitettyjä. Lisäksi C#:ssa on mahdollista
käyttää muuttujakohtaista dynaamista tyypitystä dynamic-avainsanan avulla. Staat-
tinen tyypitys vähentää suoritusaikaisten virheiden mahdollisuutta ja siten lisää
tuotettujen ohjelmien luotettavuutta. Staattinen tyypitys parantaa myös ohjelman
luettavuutta ja ymmärrettävyyttä, koska muuttujan tyyppi ei voi muuttua suorituk-
sen aikana.
Omia arvoluokkia voi luoda Scalassa ja C#:ssa. Scalan arvoluokat muutetaan kuiten-
kin suoritusaikana valmiiden arvoluokkien ilmentymiksi, joten arvoluokkia käytetään
lähinnä laajennosmetodien toteutukseen. C#:n arvoluokat ovat sisällöltään laajem-
pia ja tarjoavat siten enemmän mahdollisuuksia luoda tehokkaasti käsiteltäviä, mut-
ta monipuolisia olioita.
C# ja Kotlin sisältävät erillisen syntaksin laajennosmetodien määrittelemiseksi.
Laajennosmetodien avulla voidaan lisätä toiminnallisuutta valmiisiin kirjastoluok-
kiin ilman kokonaisten aliluokkien määrittelyitä. Laajennosmetodien käyttö on myös
syntaksiltaan samanmuotoista kuin luokan alkuperäisten metodien käyttö, joten
koodi pysyy yhdenmukaisena.
Vertailukielistä yhdessäkään ei ole luokkien välistä moniperintää. Scalassa ja Kotlinis-
sa on kuitenkin mahdollista periä toteutusta useasta eri piirteestä. Tällä mixin-
perinnällä voidaan jäljitellä luokkien välistä moniperintää. Mikäli Scalassa peritään
sama jäsen useampaa reittiä, suoritetaan luokkien ja piirteiden syvyyssuuntaiseen
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Kieli ja versio
Ominaisuus Scala Java C# Kotlin
2.10 SE7 5 M5.2
Tyypitys staattinen staattinen staattinen 1 staattinen
Omat arvoluokat kyllä ei kyllä ei
Laajennosmetodit kyllä ei kyllä kyllä
Luokkien moniperintä ei ei ei ei
Toteutuksen moniperintä kyllä ei ei kyllä
Tyhjät arvot viitetyypit viitetyypit kyllä kyllä
Funktiot arvoina kyllä ei kyllä kyllä
Lambdalausekkeet kyllä ei kyllä kyllä
Hahmontunnistus kyllä ei ei kyllä
Laiska laskenta kyllä ei kyllä 2 ei
Geneeriset tyypit kyllä kyllä kyllä kyllä
Määrittelyvarianssi kyllä ei rajapinnat kyllä
Käyttövarianssi ei kyllä ei kyllä
Säikeet kyllä 3 kyllä kyllä kyllä 3
Aktorit kyllä ei ei ei
Futuurit kyllä kyllä kyllä 4 kyllä 3
1Dynaamisen tyypityksen käyttö mahdollista muuttujakohtaisesti.
2Lazy<T>-kääreluokan avulla.
3Javan luokkien käyttömahdollisuus.
4Arvon palauttavat tehtävät vastaavat futuureja.
Taulukko 2: Kielten vertailumatriisi.
hakuun perustuva linearisointi. Linearisoinnilla mahdollistetaan toiminnallisuuden
pinoaminen useammasta piirteestä, mutta tämän ymmärtäminen ja hyödyntämi-
nen voi olla haastavaa. Linearisoinnin vuoksi myös piirteiden periyttämisjärjestys
voi vaikuttaa luokan toimintaan, mikä edelleen vaikeuttaa koodin ymmärtämistä.
Kotlinissa saman jäsenen useamman eri toteutuksen periytyessä tulee kyseinen jäsen
korvata eksplisiittisesti, jolloin tiedetään aina, miten luokka toimii.
Scala ja Java sallivat tyhjien arvojen sijoittamisen vain viitetyyppeihin. Arvotyyp-
pien tapauksessa tulee käyttää vastaavaa kääreluokkaa tai Scalan Option[T]-tyyppiä.
C#:ssa arvotyypit voivat sisältää tyhjän arvon, mikäli tyypin perään lisätään ?-
merkki. Kotlinissa ?-merkki tulee lisätä myös viitetyypin perään, mikäli halutaan
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mahdollistaa tyhjä arvo.
Vertailukielistä Scala, C# ja Kotlin sisältävät arvoina käytettävät funktiot sekä
lambdalausekkeet. Nämä lyhentävät koodia erityisesti sellaisissa tapauksissa, jol-
loin funktiota käytetään vain kerran. Arvoina käytettävät funktiot mahdollistavat
arvojen lisäksi myös toiminnan välittämisen parametrina tai paluuarvona.
Scala ja Kotlin sisältävät hahmontunnistuksen, jonka avulla voidaan kätevästi tutkia
syötteen tyyppiä ja arvoa. Scalassa jokaiselle hahmolle voidaan määritellä lisäk-
si muuttuja, johon vastaavuuden löytyessä tutkittava arvo sijoitetaan. Näin väl-
tytään eksplisiittiseltä tyyppimuunnokselta, mikäli arvoa halutaan käyttää hahmoa
vastaavassa haarassa. Kotlinissa muuttujaa ei määritellä, joten tyyppimuunnos on
toistaiseksi ohjelmoijan tehtävä itse. Javassa ja C#:ssa hahmontunnistusta vastaa-
van toiminnan saavuttamiseksi joudutaan käyttämään if-else- tai switch-lauseita.
Scalan hahmontunnistus on siis muihin vertailukieliin nähden sujuvasti kirjoitet-
tavaa ja luettavaa. Scala-kääntäjä ei kuitenkaan tarkista hahmojen kattavuutta,
joten sopivan hahmon puuttumisesta seuraa suoritusaikainen virhe. Tämä heiken-
tää luotettavuutta, koska hahmojen kattavuus on ohjelmoijan vastuulla.
Laiska laskenta on mahdollista Scalassa lazy-avainsanalla ja C#:ssa geneerisen
Lazy<T>-tyypin avulla. Laiskalla laskennalla voidaan tehostaa ohjelmaa viivyttämäl-
lä arvojen evaluointia, kunnes niitä tarvitaan. Tämä on hyödyllistä etenkin raskasta
laskentaa vaativien arvojen kohdalla sekä silloin, kun arvoja ei välttämättä tarvita
koko suorituksen aikana. Toisaalta aikakriittisissä ohjelman osissa laiskan lasken-
nan aiheuttama viive arvojen käyttöhetkellä voi olla liian iso, jolloin tulee harkita
vaihtoehtoisia keinoja.
Kaikki vertailukielet mahdollistavat geneeristen tyyppien määrittelyn eli luokat,
rajapinnat tai piirteet sekä metodit ja funktiot voivat saada tyyppiparametrin.
Scalassa ja C#:ssa on mahdollista määritellä tyyppiparametrin varianssi geneerisen
tyypin määrittelyn yhteydessä. Javassa varianssin voi määritellä ainoastaan ge-
neerisen tyypin käytön yhteydessä, kuten muuttujan esittelyssä. Kotlin on kielistä
ainoa, joka sallii molemmat tavat. Määrittelyvarianssi on hyödyllinen silloin, kun
tyyppiparametrin varianssi on lähes aina sama. Mikäli varianssia halutaan muuttaa
käyttötilanteen mukaan, käyttövarianssi mahdollistaa geneerisen tyypin monipuoli-
semman käytön.
Java sisältää rinnakkaisohjelmointiin säikeet sekä futuurit, jotka ovat siten käytössä
myös Scalassa ja Kotlinissa. Scala määrittelee lisäksi oman futuuri-tyyppinsä ja
Kotlin sisältää Javan luokkia täydentäviä laajennosmetodeja. Scala käyttää rin-
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nakkaisuuden hallintaan aktoreita, jotka perustuvat asynkroniseen viestinvälityk-
seen. Aktoreina toteutetut ohjelman rinnakkaiset osat voivat siis suoraan kommu-
nikoida keskenään. C# käyttää säikeiden lisäksi tehtäviä eli asynkronisia operaatioi-
ta, jotka voivat palauttaa myös arvon.
Johtopäätökset
Scala on ilmaisuvoimainen kieli, eli monimutkaisia operaatioita voidaan ilmaista vai-
vattomasti ja lyhyesti. Tämä parantaa kirjoitettavuutta, mutta voi toisaalta vähen-
tää yksinkertaisuutta ja siten heikentää luettavuutta.
Scalan luokat, piirteet, singleton-oliot ja funktiot voivat olla keskenään sisäkkäisiä,
mikä lisää kielen ortogonaalisuutta. Kaikki arvot ovat olioita, joten niiden käsittely
metodikutsuin on syntaksiltaan yhdenmukaista. Scalassa lähes kaikki kielen sisäiset
rakenteet ovat lausekkeita eli niillä on jokin arvo. Esimerkiksi if-lauseke palauttaa
arvon, toisin kuin esimerkiksi Javan if-lause. Kuitenkin muuttujan esittely on lause,
jolla ei ole arvoa. Tällaiset erikoistapaukset tai poikkeukset kielen rakenteissa voivat
vähentää ortogonaalisuutta.
Scalassa tietoa ja laskentaa voidaan abstrahoida luokkien, piirteiden, singleton-
olioiden sekä funktioiden avulla. Näin voidaan piilottaa monimutkaista toteutusta
yksinkertaisen kutsurajapinnan taakse sekä lyhentää koodia. Myös virheiden mah-
dollisuus vähenee, kun abstrahoitu tieto tai laskenta kirjoitetaan vain kerran.
Scalan staattinen tyypitys vähentää suoritusaikaisten virheiden mahdollisuutta ja
parantaa tuotettujen ohjelmien luotettavuutta. Tyyppipäättely parantaa usein kir-
joitettavuutta, mutta voi toisaalta heikentää luettavuutta.
Scalassa samaan olioon voidaan viitata monen nimen kautta. Ohjelmoijan vastuulla
on tietää, mikäli yhden nimen kautta tehdyt muutokset vaikuttavat muihin ohjel-
massa esiintyviin nimiin. Tämä voi heikentää ohjelmien luotettavuutta, mikäli sa-
maan olioon viittaa useampi muuttuja. Moninimisyyttä voidaan kuitenkin rajoittaa
käyttämällä muuttumattomia olioita ja arvotyyppejä, jolloin yhteen olioon tehdyt
muutokset eivät vaikuta muihin olioihin.
Vertailukriteeriin luettavuus vaikuttavat kielen yksinkertaisuus, ortogonaalisuus sekä
syntaksi. Koska Scala on ilmaisuvoimainen kieli, sen yksinkertaisuus ja ymmärret-
tävyys voivat joissain tapauksissa kärsiä. Kielen ortogonaalisuutta tukevat sisäkkäiset
rakenteet sekä kaikkien arvojen käsittely olioina. Suurin osa kielen rakenteista on
arvon palauttavia lausekkeita, mutta esimerkiksi muuttujan esittely on poikkeus.
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Syntaksin hyviä ratkaisuja ovat avainsanojen käytön estäminen tunnuksina sekä
tunnusten pituuden rajoittamattomuus. Syntaksi sisältää monia valinnaisia osia,
kuten aaltosulkeet yhden lausekkeen koodilohkon ympärillä. Näiden valinnaisuus
voi parantaa kirjoitettavuutta, mutta aiheuttaa myös virheitä.
Kielen kirjoitettavuuteen vaikuttavat edellä mainittujen lisäksi abstrahoinnin tu-
ki sekä ilmaisuvoima. Tiedon ja laskennan abstrahointiin voidaan Scalassa käyttää
luokkia, piirteitä, singleton-olioita sekä funktioita. Ilmaisuvoimaa tarjoavat Scalan
funktionaaliset ominaisuudet.
Kriteeriin luotettavuus vaikuttavat edellä mainittujen piirteiden lisäksi tyyppitar-
kistukset ja moninimisyyden rajoittaminen. Scala on staattisesti tyypitetty kieli,
mikä parantaa luotettavuutta vähentämällä suoritusaikaisia virheitä. Moninimisyyt-
tä voidaan rajoittaa muuttumattomilla olioilla sekä arvotyypeillä.
Scalan tukemista paradigmoista olio-ohjelmointiin ja rinnakkaisohjelmointiin liit-
tyvät ominaisuudet täyttävät luettavuuden kriteerin parhaiten. Luettavuus on hei-
kointa Scalan funktionaalisissa ominaisuuksissa, joissa painotetaan usein enemmän
ilmaisuvoimaa eli kirjoitettavuutta. Kirjoitettavuus toteutuu kaikkien paradigmo-
jen mukaisessa ohjelmoinnissa hyvin, vaikka geneerisen ohjelmoinnin tapauksessa
käyttövarianssin puuttuminen voi heikentää kirjoitettavuutta. Luotettavuus on hie-
man heikompi funktionaalisen ohjelmoinnin tapauksessa, sillä ohjelman ymmär-
rettävyys voi kärsiä. Lisäksi esimerkiksi hahmontunnistuksessa esiintyvä suoritu-
saikaisen virheen mahdollisuus heikentää luotettavuutta.
Yleisellä tasolla vertailukriteereistä kirjoitettavuus täyttyy Scalassa parhaiten olio-
mallin ja ilmaisuvoiman ansiosta. Myös luotettavuuden kriteeri täyttyy melko hyvin
staattisen tyypityksen ansiosta. Luettavuuden ja ilmaisuvoiman välillä joudutaan
kuitenkin usein tekemään kompromisseja ja tyyppipäättelyn ylenmääräinen käyt-
tö voi heikentää luettavuutta. Lisäksi syntaksin vapaamuotoisuus esimerkiksi funk-
tiokutsun sulkeiden ja aaltosulkeiden suhteen voi hajanaistaa koodia ja heikentää
luettavuutta.
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6 Yhteenveto
Ohjelmointikieliä jaetaan eri ohjelmointiparadigmoihin sen mukaan, mitä lasken-
tamallia niissä käytetään ja millaisista komponenteista ohjelmat koostuvat. Moni-
paradigmakielissä on pyritty yhdistämään useamman paradigman hyvät puolet, jot-
ta kieli soveltuisi monipuoliseen käyttöön.
Tämän tutkielman tarkoituksena oli analysoida moniparadigmaista Scala-ohjelmoin-
tikieltä ja tutkia, kuinka hyvin se tukee eri paradigmoja. Tutkittavat paradigmat oli-
vat olio-ohjelmointi, funktionaalinen ohjelmointi, geneerisyys sekä rinnakkaisohjel-
mointi. Analyysin pohjana käytettiin vertailua kolmen muun kielen, Javan, C#:n
sekä Kotlinin, vastaaviin ominaisuuksiin. Vertailukriteereinä käytettiin luettavuut-
ta, kirjoitettavuutta ja luotettavuutta, jotka kuvaavat tutkielmaan sopivalla tasolla
kielen käytettävyyttä ja toimivuutta.
Scalan olio-ohjelmointiin liittyviä ominaisuuksia ovat luokat, piirteet, singleton-oliot
sekä periytymiseen liittyvä luokkien ja piirteiden linearisointi. Funktionaaliseen ohjel-
mointiin liittyvistä piirteistä esiteltiin arvoina käytettävät funktiot, hahmontunnis-
tus ja laiska laskenta. Geneerisyyteen liittyen esiteltiin Scalan geneeristen tietotyyp-
pien lisäksi varianssiin liittyviä asioita. Rinnakkaisohjelmoinnin osalta esiteltiin vi-
estinvälitykseen perustuva aktorimalli ja sen kaksi tämänhetkistä toteutusta Scalas-
sa sekä futuurit.
Luvussa 5 esiteltiin Scalan ja vertailukielten vaihtoehtoisia tapoja tukea eri ohjel-
mointiparadigmoja käyttäen apuna ohjelmaesimerkkejä. Vertailun jälkeen tehtiin
johtopäätökset Scalan ratkaisujen eduista ja puutteista muihin kieliin verrattuna.
Kielten vertailun jälkeen analysoitiin Scalan ominaisuuksia vertailukriteerien kannal-
ta. Analyysin tuloksena todettiin, että Scalan kohdalla luettavuus on heikointa funk-
tionaalisissa ominaisuuksissa, joissa painotetaan usein enemmän ilmaisuvoimaa. Kir-
joitettavuutta heikentää lähinnä geneeriseen ohjelmointiin liittyvä käyttövarianssin
puuttuminen. Luotettavuus kärsii funktionaalisen ohjelmoinnin osalta eniten, sillä
koodin ymmärrettävyys voi olla heikompaa ja hahmontunnistuksen puutteellisuus
voi aiheuttaa virhetilanteen.
Yleisesti katsottuna kirjoitettavuuden kriteeri täyttyi Scalassa parhaiten kielen il-
maisuvoiman ja oliomallin ansiosta. Tämä kuitenkin vaatii kompromisseja luetta-
vuuden suhteen. Scalan luotettavuus on hyvä staattisen tyypityksen ansiosta, vaikka
Kotlinin ratkaisut tyhjien arvojen käsittelyssä ja hahmontunnistuksen kattavuuden
tarkistuksessa lisäisivät luotettavuutta entisestään.
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Scalan moniparadigmaisuus on analyysin mukaan hyvätasoinen tutkielmassa käsitel-
tyjen paradigmojen osalta. Kielestä löytyvät tarvittavat rakenteet ja tietotyypit
kaikkien paradigmojen mukaista ohjelmointia varten, eikä suuria puutteita analyy-
sissä ilmennyt. Joitain luotettavuuteen liittyviä riskejä on olemassa, mutta nämä
voidaan minimoida ohjelmoijan tekemillä huolellisilla tarkistuksilla.
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1Liite 1. Person-luokka
/**
* Scala
**/
class Person(private var firstName: String, private var lastName: String) {
private var age: Int = 0
def getAge() = this.age
def getFirstName() = this.firstName
def getLastName() = this.lastName
def setAge(newAge: Int) {
if(newAge > this.age) this.age = newAge
}
def setFirstName(newFName: String) { this.firstName = newFName }
def setLastName(newLName: String) { this.lastName = newLName }
def printPerson() {
println(this.lastName + ", " + this.firstName)
}
}
/**
* Java
**/
public class Person {
private int age = 0;
private String firstName;
private String lastName;
public Person(String fName, String lName) {
this.firstName = fName;
this.lastName = lName;
}
public int getAge() { return this.age; }
public string getFirstName() { return this.firstName; }
public string getLastName() { return this.lastName; }
2public void setAge(int newAge) {
if(newAge > this.age) this.age = newAge;
}
public void setFirstName(String newFName) { this.firstName = newFName }
public void setLastName(String newLName) { this.lastName = newLName }
public void printPerson() {
System.out.println(this.lastName + ", " + this.firstName)
}
}
/**
* C#
**/
class Person {
private int age = 0; // Taustakenttä Age-ominaisuudelle
public Person(String firstName, String lastName) {
this.FirstName = firstName;
this.LastName = lastName;
}
public String FirstName {
get; set;
}
public String LastName {
get; set;
}
public int Age {
get { return this.age; }
set {
if(value > this.age) this.age = value;
}
}
public void printPerson() {
Console.WriteLine(this.LastName + ", " + this.FirstName);
}
}
3/**
* Kotlin
**/
class Person(var FirstName: String, var LastName: String) {
var Age: Int = 0
set(value) {
if(value > $Age) $Age = value // Kääntäjän generoima taustakenttä
}
fun printPerson() {
println(this.LastName + ", " + this.FirstName)
}
}
1Liite 2. Kovariantti Stock-tyyppi
/**
* Scala
**/
class Stock[+T](private val contents: List[T]) {
def add[U >: T](item: U) = new Stock[U](item :: this.contents)
def getAll(): Iterable[T] = this.contents
}
/**
* C#
**/
public interface ICovariantStock<out T> { // Kovariantti rajapinta
IEnumerable<T> getAll();
}
public class Stock<T> : ICovariantStock<T> {
private List<T> contents = new List<T>();
public Stock(ICollection<T> items) {
this.contents = items;
}
public Stock() {
this.contents = new List<T>();
}
public void add<U>(U item) where U : T {
this.contents.Add(item);
}
public IEnumerable<T> getAll() { return this.contents; }
}
/**
* Kotlin
**/
class Stock<out T>(private val contents: Collection<T>) {
fun getAll() = this.contents
}
// Laajennosmetodina toteutettu add-metodi
fun <T> Stock<T>.add(item: T) = Stock<T>(this.getAll().plus(item))
1Liite 3. Tuottaja ja kuluttaja
/**
* Scala
**/
import scala.actors.Actor
case class WORK // Viestityypit
case class CLOSE
class Producer(consumer: Consumer) extends Actor { // Tuottaja
def act() {
loop {
react {
case WORK => consumer ! Some(produce())
case CLOSE => {
consumer ! None
exit()
}
}
}
}
def produce(): Any = {
// Generoi tuote
}
}
class Consumer extends Actor { // Kuluttaja
def act() {
loop {
react {
case Some(item) => consume(item)
case None => exit()
}
}
}
def consume(item: Any) {
// Kuluta tuote
}
}
2var c = new Consumer // Pääohjelma
var p = new Producer(c)
p.start()
c.start()
for(i <- 1 to 10) {
p ! WORK
}
p ! CLOSE
/**
* Java
**/
import java.util.concurrent.*;
public class Producer extends Thread { // Tuottaja
private BlockingQueue<Object> q;
public Producer(BlockingQueue<Object> q) {
this.q = q;
}
public void run() {
for(int i = 0; i < 10; i++) {
try {
this.q.put(produce());
}
catch (InterruptedException ex) { }
}
}
private Object produce() {
// Generoi tuote
}
}
3public class Consumer extends Thread { // Kuluttaja
private BlockingQueue<Object> q;
public Consumer(BlockingQueue<Object> q) {
this.q = q;
}
public void run() {
for(int i = 0; i < 10; i++) {
try {
consume(this.q.take());
}
catch (InterruptedException ex) { }
}
}
private void consume(Object o) {
// Kuluta tuote
}
}
public class ProducerConsumer { // Pääohjelma
public static void main(String[] args) {
BlockingQueue q = new LinkedBlockingQueue();
(new Producer(q)).start();
(new Consumer(q)).start();
}
}
/**
* C#
**/
using System;
using System.Collections.Concurrent;
using System.Threading;
4public class Producer { // Tuottaja
BlockingCollection<Object> q;
public Producer(BlockingCollection<Object> q) {
this.q = q;
}
public void run() {
for (int i = 0; i < 10; i++) {
this.q.Add(produce());
}
}
private Object produce() {
// Generoi tuote
}
}
public class Consumer { // Kuluttaja
BlockingCollection<Object> q;
public Consumer(BlockingCollection<Object> q) {
this.q = q;
}
public void run() {
for (int i = 0; i < 10; i++) {
consume(this.q.Take());
}
}
private void consume(Object o) {
// Kuluta tuote
}
}
5public class ProducerConsumer { // Pääohjelma
static void Main(string[] args) {
BlockingCollection<Object> q = new BlockingCollection<Object>();
Producer p = new Producer(q);
Consumer c = new Consumer(q);
Thread producer = new Thread(p.run);
Thread consumer = new Thread(c.run);
producer.Start();
consumer.Start();
}
}
/**
* Kotlin
**/
import java.util.concurrent.*
class Producer(val q: BlockingQueue<Any>) : Thread() { // Tuottaja
override fun run() {
for(i in 1..10) {
this.q.put(produce())
}
}
fun produce(): Any = {
// Generoi tuote
}
}
6class Consumer(val q: BlockingQueue<Any>) : Thread() { // Kuluttaja
override fun run() {
for(i in 1..10) {
consume(this.q.take() as Any)
}
}
fun consume(o: Any) {
// Kuluta tuote
}
}
var q: BlockingQueue<Any> = LinkedBlockingQueue<Any>() // Pääohjelma
var p = Producer(q)
var c = Consumer(q)
p.start()
c.start()
