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Cílem této diplomové práce je navrhnout dynamické uţivatelské rozhraní pro nástroj zabývající se 
správou volnočasových a vzdělávacích aktivit jako webovou aplikaci s důrazem na frekventované 
úkony tvorby denních programů. Bude umoţněno sofistikované vyhledávání aktivit, ze kterých lze 
vytvořit denní program nebo na základě zadaných parametrů provést automatický návrh programu. 
Vyuţity k tomu budou dostupné moderní webové technologie. Záměrem tohoto projektu je tyto 





The aim of this master‘s thesis is to propose a dynamic user interface for a tool engaged in 
administration of leisure time and educational activities as a web application with an emphasis on 
frequented operations of daily programmes creation. This will be provided with a sophisticated 
searching of activities from which you can make a daily programme or on which basis of designated 
parameters can be achieved an automatical proposition of the programme. I intend to use accessible 
web technologies to make this real. The purpose of the project is study all these technologies and give 
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Cílem této práce je vytvořit efektivní dynamické uţivatelské rozhraní pro nástroj zabývající se 
správou volnočasových a vzdělávacích aktivit jako webovou aplikaci reflektující frekventované 
úkony vyhledávání aktivit a tvorby denních programů. Tato webová aplikace bude slouţit pro potřeby 
uţivatelů, kteří se budou zabývat vytvářením, organizací a správě denních programů sloţených 
z různých aktivit pro své klienty - firmy, spolky, organizace, skupiny nebo také školy, školky a 
rodiny. Jedná se o přehledné a systematické řešení vytváření harmonogramu programu, který povede 
k určitému cíli. Těmi mohou být například stmelování kolektivu, prohloubení komunikace určitého 
pracovního týmu, relaxace a odreagování od pracovního procesu, nabývání jak fyzických, tak 
psychických zkušeností a dovedností, zábavné programy, fyzicky náročné programy a další 
nepřeberné mnoţství moţností sestavení libovolného programu.  
Na začátku celé práce je důleţité seznámit se s existujícími online nástroji a sluţbami. Udělat si 
rozbor toho, jaké nabízejí uţivatelské rozhraní a ovládací komponenty pro komunikaci s uţivatelem. 
Pouţité prvky uţivatelského rozhraní jsou přitom hlavním objektem zájmu, aţ na druhém místě je 
jejich obsah. Za zásadní je povaţováno také udělat si základní kompendium o technologiích a 
nástrojích pro implementaci GUI a studium potřebné ontologie, tedy důleţitých pojmů, které se týkají 
analýzy, návrhu, tvorby a vývoje projektu.  
Jedním z důleţitých elementů této práce je seznámení se s problematikou uţivatelského 
rozhraní nejen na webových stránkách, konkrétně nastudovat okruh zabývající se komunikací člověk 
– počítač, tzv. human-computer interaction a seznámit se blíţe s touto disciplínou. Veškerá 
komunikace uţivatele s počítačem probíhá přes určité uţivatelské rozhraní. Rozhraní webových 
aplikací v některých směrech omezuje funkčnost a moţnosti klienta. Metody známé z desktopových 
aplikací, jako je například vykreslování na obrazovku či obecné techniky jako drag&drop, nejsou 
standardními technologiemi prohlíţečů podporovány. Tvůrci webů pro přidání funkčnosti často 
pouţívají skriptování na straně klienta, zvláště pro vytvoření dojmu interaktivity bez nutnosti 
znovunačtení stránky, které řada uţivatelů shledává rušivým. Důraz této práce je proto kladen na 
návrh a realizaci modulu informačního systému se silným, stabilním a intuitivním rozhraním 
s vyuţitím dostupných moderních internetových technologií, které zaručují silnou interakci 
s uţivatelem systému skrze soubor zobrazovacích a ovládacích prvků. Vymyslet alternativní ovládací 
prvky, které výrazným způsobem zrychlí, optimalizují a usnadní práci a vylepšit tak stávající řešení. 
V rámci práce bude provedena také analýza a návrh celého informačního systému, v jehoţ struktuře 
by měl být umístěn realizovaný modul. 
Tato aplikace by měla umoţňovat sofistikované vyhledávání a filtrování poţadovaných aktivit 
z databáze dle zadaných parametrů, poskytovat funkce pro vytváření denních programů a nabídnout 
uţivateli interaktivní způsob práce na webovém prostoru. Zobrazovat všechny potřebné informace o 
aktivitách, případně nabídnout moţnost jejich nastavení a provést úpravy v rámci přiřazení aktivity do 
programu. Aktivity se v denním programu budou shlukovat do tzv. bloků. Vhodné je zobrazovat 
strukturovaný strom komentářů nebo diskuze. Nastavování parametrů musí být rychlé, přesné, 
jednoduché, ale zároveň musí poskytovat uţivateli určitý komfort. Přínos této práce spočívá 
především v know-how takto vytvořeného systémového modulu, který můţe konkurovat stávajícím 
nástrojům a systémům. 
Hlavním důvodem zvolení tohoto tématu práce je získat praktické znalosti a dovednosti 
z oblasti moderních internetových technologií, osvojit si techniky implementace přehledných, snadno 
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ovladatelných, vysoce interaktivních uţivatelských rozhraní dynamického webu a celkově tak 
částečně navázat na téma své bakalářské práce, která se zabývala webovými návrhovými vzory na 










































2 Shrnutí současného stavu 
Jedním z důleţitých prvních kroků řešení určité problematiky či úkolu je vţdy dobré získat přehled 
v dané oblasti zájmu.  V tomto případě jsou sféry zájmu hned dvě. Tou první jsou stávající nástroje 
pro správu databází her a aktivit, a druhou doména problematiky zabývající se komunikací mezi 
člověkem (uţivatelem) a počítačem prostřednictvím dynamického webového uţivatelského rozhraní, 
moţnosti, způsoby a techniky jeho provedení.   
2.1 Přehled služeb zabývajících se správou her 
Při vyhledávání na internetu jsem nalezl několik webových stránek zabývajících se problematikou 
her, spravující a zprostředkující relevantní informace.  
2.1.1 hranostaj.cz 
Jednou z nalezených stránek je český portál hranostaj.cz, který nabízí vyhledávání her a aktivit 
uloţených v jeho databázi. Jedná se poměrně o přehledné a dobré řešení správy a vedení databáze her, 
vyhledávací formulář je na obrázku 2-1.  Po zadání poţadovaných parametrů uţivatel získá přehledný 
výpis nalezených eventualit. Z tohoto seznamu si klient můţe zvolit jakoukoli hru a zobrazit o ní 
přijatelné detailní informace včetně pravidel.  
Představme si ale situaci, ţe jako uţivatel mám opravdu zájem najít řešení pro sestavení 
nějakého denního programu pro své klienty. Podle zadaných parametrů si na webových stránkách 
vyhledám hry, o kterých je mi přehledným způsobem sděleno mnoho informací, poţadavků, pomůcek 
pravidel atd. Jak je mi ale umoţněno to, abych si z těchto her vytvořil určitý časový program nebo 
harmonogram? Východiskem je asi pouze tiskárna, pero, papír nebo vyuţití nějakého jiného systému 
či aplikace, která nabízí moţnost vytvoření osobního harmonogramu. Jako uţivatel bych tedy určitě 




Obrázek 2-1: Vyhledávací formulář na [46] 
2.1.2 krizovatka.skaut.cz 
Jedna z dalších českých webových stránek pro vedení databáze skautských aktivit a programů je 
umístěna na [47]. I tato databáze funguje na principu klasických formulářových prvků. Jedná se o 




Obrázek 2-2: Vyhledávací formulář programů na [47] 
2.1.3 junak.cervenepecky.cz 
Na internetových stránkách [48] se nachází také obsáhlá kartotéka her. Ani zde ale není nabídnuta 
moţnost vytvořit si zcela vlastní program dne sestavený z vyhledaných aktivit – obrázek 2-3. 
Tato databáze ovšem alespoň nabízí moţnost vloţit vyhledané a zvolené hry do tzv. mé 
přípravy, která je na obrázku 2-4. Moje příprava představuje alespoň základní moţnost vybrat si 
z nalezených her vámi upřednostňované a vytvořit si z nich jednoduchý a přehledný seznam. Takto 
vytvořený seznam obsahuje posloupnost zvolených her, kterou lze přes tiskovou verzi vytisknout. Jde 
vlastně o velmi primitivní tvorbu programu, ovšem bez moţnosti relevantního časového nastavení. 
Kdyby u tohoto seznamu byla nabídnuta moţnost seřazování her dle uvaţovaného časového modelu 
nebo alespoň schopnost vloţit datum a čas uskutečnění hry, jednalo by se o způsob řešení, jenţ se 
nejvíce blíţí mému uvaţování budoucího návrhu a realizace tvorby denních programů. Interpretace 
vyhledávání z databáze her je na tomto portálu, jak je vidět na následujícím obrázku, opět realizována 




Obrázek 2-3: Vyhledávací formulář na [48] 
 
Obrázek 2-4: Moje příprava na [48] – tisková verze 
Moţnosti vyhledávání her jsou na nalezených webových stránkách opravdu velké. Stránky, 
respektive vyhledávací formulář, obsahují značné mnoţství kategorií pro vyhledávání jako hledání 
podle vepsaného textu, počtu hráčů, věku, délky hry, náročnosti, prostředí, charakteru hry. Autoři 
těchto webů ale pouţili pouze klasické formulářové řešení s prvky checkbox, radio a textové pole, 
které jednak zabírají velký stránkový prostor a také působí nepřehledným aţ těţkopádným dojmem. 
Jejich prostor by se tak mohl vyuţít pro jiné, třeba i marketingové účely. Přitom by například pro 
nastavení parametru délky trvání hry mohlo být pět stávajících checkboxů nahrazeno jedním 
alternativním ovládacím prvkem pro nastavení časového rozsahu. Obdobným způsobem lze uvaţovat 
i nad ostatními atributy. Pro zadávání atributů prostředí a charakter hry bych také volil spíše 
dynamickou alternativu před statickým výpisem předdefinovaných moţností. U hry nesmí chybět 
vkládání komentářů nebo eventualita přidání či sdílení nějakého dokumentu jako fotografie, video a 
podobně. Důsledkem takových změn bude ušetření místa na stránce a uţivatel díky novým ovládacím 
prvkům získá přímý vstup umoţňující vzájemnou komunikaci se systémem. Vylepšení uţivatelského 
rozhraní novými interaktivními ovládacími prvky a přidání funkcionality by tyto webové stránky 
správy her dostaly zcela nový rozměr.  
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2.2 Web technologie pro uživatelská rozhraní 
V dnešní době na webovém prostoru existuje mnoho aplikací nebo sluţeb s pokročilým webovým 
uţivatelským rozhraním. Z těch nejznámějších to jsou portály jako gmail.com, facebook.com, 
youtube.com, myspace.com nebo redakční systémy Joomla, Wordpress a podobně. Jednotlivé 
komponenty z těchto pokročilých rozhraní se implementují i do napohled obyčejných stránek nebo 
eshopů a vedou tak k jejich výraznému oţivení. Například metoda drag&drop patři k velmi uţitečným 
prvkům, které mohou zvýšit pouţitelnost celé aplikace a zpříjemnit její pouţívání. Nebo vyuţití 
různých efektů a moţnosti automatických posunů prvků na stránce výrazně zvyšuje její atraktivitu.  
2.2.1 Historie 
V počátcích internetu a vzniku samotného webového prostoru se webová stránka skládala pouze ze 
statických prvků, coţ značně ne-li úplně omezovalo interakci s uţivatelem. Brzy byla tato omezení 
odstraněna úpravou webových serverů tak, aby byla umoţněna komunikace klient-server. Aplikace 
jiţ neměly pouze statickou strukturu a pomalu bylo zaváděno sofistikovanější dynamické prostředí. 
To znamenalo obrovský a zásadní krok na cestě k dynamickému webu jak ho známe dnes. 
Interaktivní dynamické aplikace tvoří drtivou většinu dnešních webových portálů. Trendy ke zvýšení 
interaktivity webu postupují velmi rychlým tempem. Přehled současných technik ukazuje přiloţený 
obrázek 2-5. 
Webové aplikace generují dynamicky sérii webových stránek ve standardním 
formátu HTML/XHTML, který je podporován běţnými prohlíţeči. Obecně je kaţdá jednotlivá 
webová stránka dodána prohlíţeči jako statický dokument, ale sled takových stránek můţe vyvolat 
pocit interaktivity, např. díky reakci na vstup uţivatele do formulářových prvků vloţených do kódu 
stránky. Pro přidání dynamických prvků do uţivatelského rozhraní se pouţívá například skriptovací 
jazyk JavaScript. Webový prohlíţeč v průběhu běhu aplikace interpretuje a zobrazuje stránky a 
funguje jako univerzální klient pro libovolnou webovou aplikaci. Připravovaná specifikace nové 





















2.2.2 Přehled javascriptových frameworků 
S rostoucím mnoţstvím internetových aplikací se vyvíjí také nové typy komponent uţivatelského 
rozhraní, nové druhy samotných uţivatelských rozhraní. Předpokladem je stále sofistikovanější a 
rychlejší internetové připojení, je tak nabídnuta moţnost vyvíjet stále náročnější aplikace, které 
pracují s velkým mnoţstvím dat.    
Dá se říci, ţe moderní webové aplikace či sluţby si bez implementace javascriptových 
knihoven jiţ samy nevystačí. I kdyţ je javascript stálé chápán jako něco navíc nebo dokonce něco, co 
můţe při špatném nebo záměrně nevhodném pouţití uţivateli znepříjemňovat pobyt na webovém 
prostoru, stává se zcela nezbytným. Myslím si, ţe jeho správné vyuţití má ohromnou převahu pozitiv 
před zápory.  
S masivním pouţíváním Javascriptu webovými vývojáři vznikala potřeba nalézt nějaké 
prostředky či postupy usnadňující programování v javascriptu. Existuje celá řada javascriptových 
frameworků s různými přístupy programování. Mezi nejznámější a nejvyuţívanější javascriptové 
frameworky patří:   
 
 jQuery [33];  
 Mootools [34];  
 Protype [35];  
 Google Web Toolkit [36]; 
 Dojo Toolkit [37]; 
 Midori [38]; 
 Ext [39];  
 UKI [40]  
 DHTMLX [59] a další. 
 
V zásadě lze říci, ţe existují dva druhy javascriptových frameworků. Jedny si zvolily cestu 
zapouzdření (pracují na svém namespace - např. jQuery, YUI) a další naopak působí na poli 
rozšířování (Prototype,  Mootools). Tato politika můţe způsobit jisté kolizní problémy s ostatními 
knihovnami či javascriptovým kódem. 
Seznam všech moţných javascriptových knihoven jen uveden na webu [58]. Všechny tyto 
knihovny obsahují své vlastní funkce a metody pro tvorbu dynamických webových aplikací. Globálně 
se dá říci, ţe všechny zahrnují podobné efekty, události, animace, widgety a často pouţívané 
komponenty, a tak je jen na programátorovi, který framework mu z hlediska zdrojového kódu, 
vyuţitelnosti, způsobu implementace a vlastního stylu vyhovuje nejvíce. Velmi zajímavý přehled 
javascriptových frameworků, jejich vlastností a pouţitelnosti se nachází na [41]. Pěkný test rychlosti 
javascriptových frameworků MooTools, jQuery, Protype a Dojo se nachází na [56]. 
2.2.3 jQuery vs. Mootools 
jQuery jsou zřejmě dva nejznámější a nejpouţívanější javascriptové knihovny. Kaţdá má své pro a 
proti, ale ve svých moţnost se jedna druhé minimálně vyrovná. Rozdíly mezi nimi jsou hlavně ve 
způsobu zápisu a vzhledu zdrojového kódu. Prakticky je jen na vývojáři, jaký styl zápisu bude 
přehlednější a pro něj osobně příjemnější.  
jQuery je více zaměřeno na operace s elementy na stránce. Nemá tolik funkcí pro podporu 
samotného programování v javascriptu. jQuery je nativně podporováno Frameworkem Nette, ve 
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kterém bude tvořeno php jádro této aplikace. Je výhodné za předpokladu velkého vyuţívání 
AJAXových poţadavků.   
Knihovna MooTools je zaloţená na moţnosti rozšiřování existujících objektů, tedy přidávání k 
existujícím objektům vlastní metody. MooTools se drţí objektově orientovaného přístupu k 
JavaScriptu. 
 
 jQuery MooTools 




pluginy pluginy třetích stran (seznam na 
webu) 
oficiální i neoficiální pluginy 
dokumentace negenerovaná, přehledná, 
mnoho příkladů, na webu 
odkazy na tutoriály 
stručná s příklady, demo 
aplikace 
PHP frameworky přímá podpora: Zend, Nette 
pluginy pro: CakePHP, 
Symphony 
integrováno do Drupalu a 
WordPress 
plugin pro WordPress 
rychlost + - 
licence MIT & GPL MIT 
DOM utility ano ano 
animace ano ano 
události ano ano 
CSS3 selektory ano ano 
Ajax ano ano 
nativní rozšíření pro Array, Object, String pro Array, Object, String, 
Function, Number 
dědičnost není podporována přímo jQuery ano, poskytována konstruktory 
tříd 
oficiální UI knihovna ano ne 
 
Tabulka 2-1: Srovnání jQuery x MooTools převzato z [59] 
 
Z pohledu přehlednosti dokumentace, příkladů v dokumentaci a obtíţnosti na naučení dle mého 
subjektivního názoru má knihovna jQuery před MooTools lehce navrch. Velké srovnání těchto dvou 





2.3 Ukázky pokročilého rozhraní 
Kromě ukázek těch nejznámějších pokročilých rozhraní jakými jsou tvořeny portály facebook, 
google, youtube, yahoo, amazon, ebay, atd., existuje celá řada nástrojů, knihoven, toolkitů, pluginů a 
ukázek demonstrující jejich sílu a moţnosti tvorby vysoce interaktivních uţivatelských rozhraní pro 
webové aplikace.  
2.3.1 UKI 
První ukázka na obrázku 2-6 pochází z toolkitu UKI. Jedná se rychlý a poměrně jednoduchý toolkit 
pro tvorbu komplexních uţivatelských rozhraní, která se svým charakterem blíţí desktopovým 
aplikacím. Tato knihovna pouţívá progresivní vykreslování, umoţňuje rychle vykreslovat velmi 
obsáhlé tabulky a seznamy. Nejedná se však o kompletní a zcela nezávislý samostatný framework, 
většinou se pouţívá ve spojení s jiným javascriptovým frameworkem. Hlavními klady tohoto 
frameworku je snadné pochopení a rychlé učení. Na oficiálních stránkách projektu jsou umístěny 
ukázky rozhraní. Obrázek 2-6 nabízí pohled na tzv. Google Wave interface aplikaci, jeţ je celá 
tvořena pouhými 100 řádky kódu.  
 
Obrázek 2-6: Uki code examples - Wave layout [42] 
2.3.2 Mocha(ui) 
Mocha(ui) je user-interface knihovna pro tvorbu webových aplikací postavená na javascriptovém 
frameworku MooTools. Prakticky je Mocha(ui) rozšířením frameworku MooTools o interaktivní 
ovládací prvky a dynamické widgety. Díky této knihovně lze snadno vytvářet webové aplikace, 
webové aplikace, které se svým charakterem blíţí lokálním počítačovým aplikacím, webové stránky 




Obrázek 2-7: MochaUi [43] 
2.3.3 jDesktop 
Tato ukázka znázorňuje vyuţití jQuery frameworku jDesktop, pomocí něhoţ lze vytvářet prostředí 
webové pracovní plochy podobající se té klasické. Umoţňuje různé efekty, animace, práci s okny, 
spuštění vnitřních aplikací a podobně. 
 
 
Obrázek 2-8: JDesktop framework [45] 
2.3.4 DHTMLX 
Jako velmi silný javascriptový framework se jeví DHTMLX. DHTMLX (DHTML eXtensions) je 
sada komponent v JavaScriptu, vhodná pro vytváření uţivatelského rozhraní webových aplikací 
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(RIA). Poskytuje základní funkce pro vytváření uţivatelských rozhraní kompatibilní se všemi 
webovými prohlíţeči, podporující AJAX. 
 
 
Obrázek 2-9: DHTMLX aplikace [59] 
2.4 Human-computer interaction 
S rozvojem informačních technologií se zvyšuje také potřeba schopnosti snadno ovládat taková 
zařízení a aplikace. Drtivá většina interakcí mezi uţivatelem a zařízením, ať uţ to jsou počítače, 
mobilní telefony nebo domácí spotřebiče, je zprostředkována rozhraním. Jeho prostřednictvím svými 
příkazy uţivatel toto zařízení ovládá, ale často skrze něj dostává zpětnou vazbu o stavu či vnitřních 
procesech. Aby lidé a samotná společnost mohli naplno vyuţít výhody počítačových systémů, je 
nutné uţivatelská rozhraní navrhovat tak, aby byly účinné, jednoduché a uţivatelsky příjemné.  
Průnikovým oborem, který se fenoménem tvorby uţivatelských rozhraní zabývá, je human-
computer interaction (HCI). Uţivatelské rozhraní zahrnuje jak software (programové vybavení 
počítače – např. GUI), tak hardware (technické vybavení - univerzální počítačové periferie). HCI je 
mezioborová disciplína rozvinutá na přelomu 70. a 80. let 20. století v souvislosti s rozvojem počítačů 
a počítačových sítí.   
2.4.1 HCI 
HCI - Human-computer interaction je interdisciplinárním vědním oborem zkoumajícím vztah 
člověk (ať uţ se jedná o jednotlivce, či skupinu uţivatelů) – počítač (počítačové systémy), jejich 
vzájemnou interakci a komunikaci. Ačkoliv se na HCI přímo váţe mnoho disciplín, velmi důleţitá je 
vazba s počítačovou vědou a systémovým designem, protoţe zahrnuje design, implementaci a 
hodnocení interaktivních počítačových systémů v kontextu činnosti uţivatelů [21]. Přehled disciplín, 




Obrázek 2-10: HCI v kontextu disciplín (převzato z [21]) 
Z výše uvedeného lze snadno odvodit i vazbu na informační vědu, která z oboru HCI můţe 
čerpat nepřeberné mnoţství podnětů. Informační věda se zde zaměřuje zejména na metodiku a 
procesy pro navrhování rozhraní, metodami implementace rozhraní (např. softwarové soubory 
nástrojů a knihovny, efektivní algoritmy), technikami pro hodnocení a porovnání rozhraní, vyvíjením 
nových rozhraní a technik interakce, na design, testování a zkoumání pouţitelnosti navrhovaného a 
posléze vytvářeného informačního systému a jejich rozhraní v podobě graphical user interface, tj. 
grafické uţivatelské rozhraní (GUI). Tyto aspekty by měly být co nejjednodušší a nejintuitivnější pro 
specificky definovanou skupinu uţivatelů. Celkovým záměrem HCI je dosaţení lepší pouţitelnosti a 
intuitivnosti vyuţívání informačních a komunikačních technologií i pro méně odborné, zkušené a 
zcela běţné uţivatele. Vše se děje prostřednictvím procesu vzájemné komunikace, interakce člověka s 
počítačem.  
Po shrnutí všech předešlých poznatků lze říci, ţe dlouhodobým cílem HCI je navrhování 
systémů, které minimalizují bariéru mezi lidským modelem poznávání toho, čeho chtějí dosáhnout a 
pochopení úkolu uţivatele počítačem. 
2.4.2 Návrh soustředěný na uživatele 
Od vzniku tohoto oboru se objevilo několik odlišných metodik popisujících techniky navrhování 
HCI. Většina návrhů vychází z modelu jak na sebe uţivatelé, návrháři a technické systémy vzájemně 
působí.  
Návrh soustředěný na uţivatele, tzv. user-centered design, je moderní návrh zaloţený na 
myšlence, ţe uţivatel musí zaujímat ústřední roli při navrhování jakéhokoli počítačového systému. 
Uţivatelé, návrháři a technici pracují společně, aby formulovali poţadavky, potřeby a omezení 














poţadavky. Je ale důleţité komunikovat s cílovou skupinou uţivatelů, tedy s okruhem či mnoţinou 
lidí, kteří budou vytvořenou aplikaci či systém v budoucnu pouţívat. 
Norma ISO 13407 specifikuje čtyři základní aktivity při vývoji aplikací s návrhem 
soustředěným na uţivatele [60], ty znázorňuje také obrázek 2-11: 
 
 Pochopení a specifikace kontextu uţití – identifikace cílové skupiny uţivatelů a podmínky 
pouţívání daného systému nebo aplikace. 
 Specifikace poţadavků – identifikace jak obchodních, tak uţivatelských cílů, které musí 
být splněny, aby byl konečný produkt úspěšný. 
 Vytvoření návrhu a prototypu řešení. 
 Hodnocení návrhu – velmi důleţitá fáze, procesu. Hodnocení, v ideálním případě 
prostřednictvím uţivatelských testů, je nedílná součást testování kvality za účelem vzniku 
dobrého softwaru.  
 
 
Obrázek 2-11: Ţivotní cyklus user-centered-design, převzato z [61] 
Při návrhu zaloţeném na principu user-centered-design si vývojář musí poloţit následující 
otázky [61]: 
 
 Kdo jsou cíloví uţivatelé? 
 Jaké mají zkušenosti? 
 Jaké potřebují funkce? 
 Jaké funkce nepotřebují? 
 Jaké potřebují informace? 
 Jak je podat? 
 Jak si uţivatelé myslí, ţe by to mělo fungovat? 
 Jak se jim vede při pouţívání výsledného produktu? 
 
2.4.3 Přátelsky orientovaná rozhraní 
Stále větší důraz a je kladen na tzv. přátelsky orientovaná rozhraní neboli user-friendly interface, kdy 
se uţivatel aktivně podílí na vývoji a tvorbě nového rozhraní. Tohle téma je intenzivně probírané 






Dobrý design uţivatelského rozhraní je podobně, ne li více důleţitý jako dobrý web design. To 
přispívá k celkové spokojenosti uţivatelů jakékoli webové aplikace. Některé z pokynů pro tvorbu 
uţivatelsky přívětivých rozhraní mohou znít třeba takto [62]: 
 
 Konzistence – soudrţnost je jedním z nejdůleţitějších věcí designu uţivatelského rozhraní. 
Je nepřípustné, aby se procházení uţivatele jedním webovým portálem tvářilo jako 
procházení několika různých internetových stránek. Tvůrce webu musí zachovávat stejné 
barevné schéma, uspořádání prvků, písma, velikosti, menu atd.  
 Informace o změnách – při provádění změn v průběhu pouţívání webové aplikace na ně 
musí být poukázáno. Existuje celá řada způsobů jak toho dosáhnout, konečné řešení je 
pouze na jeho tvůrci. 
 Povolení klávesových zkratek – u větších, náročnějších internetových projektů, které 
zajišťují celou řadu funkcí, je vhodné zajistit, aby bylo moţné vyuţívat klávesových 
zkratek. Není podmínkou implementovat klávesové zkratky, které jsou u běţných 
operačních systémů, nicméně takové zkratky musí logické a snadno zapamatovatelné. 
 Ikony s popisky – při vyuţívání většího mnoţství ikon, například u webových tlačítek, 
menu nebo odkazů je vhodné pro větší přehlednost k těmto ikonám doplnit také popisky.   
 Zachování jednoduchosti – rozhraní musí být co nejjednodušší. Je nutné nalézt rovnováţný 
bod mezi mnoţstvím funkcí, které rozhraní můţe nabízet a mnoţinou funkcí, která je 
skutečně potřeba. Pokud má funkce nebo akce jasný účel, pak ji do rozhraní 
implementujeme, pokud tomu tak ovšem není, je vţdy lepší takovou funkci oţelet. 
 
Z různých výzkumů korespondujících z oblastí psychologie vyplynuly skutečnosti, ţe uţivatelé 
aplikace volí pouze dostačující řešení úkolu, nikoliv to nejlepší. Optimální postup, tedy ten 
nejrychlejší, nejsnadnější, nejefektivnější vůbec nemusí objevit. Totéţ platí vlastně o všech 
aplikacích. Ovládací prvek by měl být tam, kde jej intuitivně bude hledat co nejvíce uţivatelů.  
Touto problematikou se zabývá například Steve Krug ve své knize [64]. Kniha je zaměřena na 
vztah člověka k počítačům a webové pouţitelnosti. Předpokladem je, ţe dobrý program nebo webová 
stránka by měly umoţňovat uţivatelům provést jejich zamýšlené úkoly tak jednoduše a přímo, jak je 
to jen moţné. Steve Krug se věnuje mimo jiné těmto tématům: 
 
 Nejčastější chyby, které se na webových stránkách vyskytují, a jak je odstranit. 
 Vhodné rozvrţení a kvalitní obsah domovské (úvodní) stránky. 
 Úprava a vytváření efektivních textů webových stránek. 
 Principy a zvyklosti přehledné a snadno pochopitelné navigace. 
 Jak zajistit efektivní vyhledávání v rámci stránek. 
 Způsoby testování pouţitelnosti webových prezentací. 
 Jak vysvětlit výhody pouţitelného webu klientovi a další kaţdodenní praxe. 
 
Právě těchto poznatků a teorií se budu snaţit drţet při návrhu a tvorbě specifikovaného 
grafického uţivatelského rozhraní vyvíjené aplikace. Pří návrhu uţivatelského rozhraní se musí 
vycházet z metodiky návrhu soustředěného na uţivatele neboť právě pro uţivatele je aplikace 
tvořena. Při návrhu si budu klást výše zmíněné otázky a jejich odpovědi a dedukované závěry se 
pokusím zahrnout do návrhu aplikace. 
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2.5 Graphical user interface 
Graphical User Interface (GUI) je v současném technologickém počítačovém prostředí označení pro 
grafické rozhraní mezi člověkem a počítačem. Slouţí tedy pro podporu a zajištění HCI. Princip GUI 
vyobrazuje diagram na obrázku 2-12. GUI zahrnuje všechny interaktivní ovládací a zobrazovací 
grafické prvky, které se na obrazovce v danou chvíli objevují a které slouţí ke komunikaci uţivatele s 
vlastní aplikací.  
Tyto prvky se ovládají pomocí periferních zařízení počítače, jakými jsou například myš, 
klávesnice, tablet nebo dotyková obrazovka a umoţňují uţivateli snadné a rychlé ovládání aplikace. U 
webových stránek je uţivatelským rozhraním grafika webových stránek (webdesign) a jeho prvky. 
Patří mezi ně ikony, posuvníky, formulářová pole, tlačítka, dialogová okna, menu, pole pro vstup 
textů a čísel a mnoho dalších. Uţivatel díky těmto elementům nemusí nutně znát příkazy pro 
komunikaci s počítačem a jejich syntaxi. Takové prvky řadíme do skupiny komponent, které 
vyuţívají tzv. přímou manipulaci. Tu lze charakterizovat čtyřmi základními principy: 
 
 systém je vyobrazen jako rozšíření reálného světa, 
 trvalá viditelnost objektů a akcí, 
 okamţitá odezva, 
 vratnost jednotlivých akcí. 
 
Obrázek 2-12: Princip GUI 
2.5.1 GUI z pohledu uživatele 
Grafické uţivatelské rozhraní je z pohledu uţivatele nejdůleţitějším prvkem aplikace a jako s 
takovým se s ním musí zacházet. Kaţdé GUI aplikace musí být nejen dobře implementováno, ale 
musí být také dobře pouţitelné. Dobré uţivatelské rozhraní umoţňuje uţivateli pracovat s aplikací 
účelně a pohodlně. Úspěšné rozhraní by pak mělo být jednotné a konzistentní v rámci celé aplikace. 
Další důleţitou zásadou dobrého rozhraní s uţivatelem je dodrţení ergonomických zásad a standardů, 
které přispívají v kvalitě komunikace mezi člověkem a aplikací. Při návrhu uţivatelského rozhraní 
informačního systému definuje Joel Spolsky jako významné 3 znalostní oblasti: 
 znalost webového designu, programů, technologie; 
 znalost mentálních procesů lidí, komunikace a interakce; 






interakce člověk-reálný svět 
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Lidé se často velmi liší fyzicky, mentálně, úrovní vzdělání a počítačové gramotnosti. Některé 
charakteristiky jsou však pro všechny osoby společné a pro návrh rozhraní jsou velmi důleţité. 
Převáţná většina pravidel a dobrých praktik pro uţivatelská rozhraní vychází právě z těchto 
mechanizmů. Patří mezi ně paměť, vnímání, pozornost, učení, ale také zkušenost uţivatelů. Dále mají 
lidé obecně podobný způsob provádění aktivit a další společná vlastnost je chybování. 
Lidská paměť obsahuje mnoho procesů, které je důleţité pochopit, aby bylo moţné navrhnout 
dobré uţivatelské rozhraní. Mezi důleţité mechanizmy patří vzpomínání a rozpoznání. Vzpomínání je 
proces aktivního prohledávání vzpomínek za účelem nalezení konkrétní informace. Pokud pouze 
rozhodujeme, jestli vnímaná informace odpovídá tomu, co máme v paměti, pak se jedná o 
rozpoznání.  
Učení je proces získávání a předávání zkušeností, návyků, dovedností, znalostí atd. Proces 
učení vyţaduje ze strany uţivatele často značné úsilí. Proto je důleţité při vytváření rozhraní 
minimalizovat nutnost učení. Lidé se snaţí vyhnout zbytečnému úsilí při učení, proto nutnost naučení 
se velkého mnoţství informací k obsluze aplikace můţe odradit od jeho pouţívání. Proces učení můţe 
být eliminován nebo usnadněn pokud [28]:  
 
 Uţivatel můţe pouţít dovednosti nabité v předešlých situacích (při pouţití jiných aplikací). 
 Uţivateli je poskytnuta dostatečná odezva. 
 Proces učení je rozloţen do více fází, aby nedošlo k zahlcení uţivatele informacemi. 
 
V kontextu zkušenosti s danou aplikací existují tři typy uţivatelů: začátečníci, pokročilí a 
experti. Častým problémem interakčního designu je, jak navrhnout aplikaci pro začátečníky a experty 
zároveň tak, aby obě strany mohly bez problémů vyuţívat jejích funkcí a aby její obsluha byla pro 
obě skupiny zároveň srozumitelná. 
2.5.2 Mentální model 
Mentální nebo psychologické modely jsou jiţ několik desetiletí zkoumány odborníky z oblasti 
kognitivní vědy s cílem porozumět způsobu, jakým probíhá lidské poznávání, vnímání, rozhodování a 
chování v různých typech prostředí. Tento koncept se v posledních letech stává oblastí zájmu také 
oboru HCI, protoţe právě uţivatelé jsou důleţitou zpětnou vazbou určující úspěšnost pouţívaného 
informačního systému [30]. 
Mentální model je reprezentace okolního světa, kterou si vytváříme v hlavě. Takovým okolním 
světem je v tomto případě myšlena aplikace nebo systém. Uţivatelé nemusí vědět o komplexnosti 
systému, místo toho si tvoří svůj psychologický model, na základě toho jak podle něj systém reaguje 
na jeho působení. Stručně jde o uţivatelovu abstraktní představu, jak určitá věc, ať uţ systém nebo 
aplikace funguje. Tento model je vyuţíván ke zdůvodnění systému, k předvídání jeho chování a k 
vysvětlení proč reaguje, tak jak reaguje. Jinými slovy návrhář předává svůj psychologický model 
danému návrhu designu (např. počítačovému systému), který se stává jediným prostředkem předání 
tohoto modelu uţivateli [29].   
Úkolem designéra je tedy podněcovat budování takových mentálních modelů, které budou 
uţivatelé snadno chápat a rychle se naučí danou věc ovládat. 
Naproti tomu implementační, systémové nebo také koncepční modely jsou navrţeny jako 
nástroje pro pochopení nebo naučení fyzických systémů. V případě počítačových programů odpovídá 
implementační model zdrojovému kódu.  
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Pokud bude uţivatel pracovat poprvé s novou aplikací, bude očekávat její chování a vzhled na 
základě svého psychologického profilu. Pokud se program chová v souladu s uţivatelovým 
mentálním modelem, je moţné říct o programu, ţe je intuitivní. Bude jednodušeji naučitelný a 
pouţitelný. Tohoto je moţné dosáhnout pouţitím návrhových vzorů, standardů a dodrţováním 
konzistence rozhraní. Typickými chybami návrhu, které vedou ke zhoršení uspořádání mentálního 
modelu, jsou [31]: 
 
 Neutříděný obsah oken stránek a menu - vnucujete chybný mentální model. 
 Obsah je sice nějak utříděn, ale uţivatel klíč nechápe - nepřesvědčivý mentální model. 
 Obsah oken a stránek je sice rozumný, ale nepatřičný vzhled ztěţuje uţivateli pochopení 
obsahu a vytvoření mentálního modelu. Špatná prezentace návrhářovi představy. 
 Vytvoření mentálního modelu ztěţují nadbytečné grafické prvky, které na sebe strhují 
pozornost (agresivní pozadí, nadbytečná grafika, animace). 
2.5.3 Pravidla návrhu uživatelského rozhraní 
V roce 1986 Ben Shneiderman představil osm zlatých pravidel designu rozhraní. Jedná se o 
následující formulace: 
 
 Usilujte o konzistenci. Pouţívejte konzistentní terminologii, dodrţujte pravidla pro tvorbu 
rozhraní daného prostředí, směřujte k tvorbě stereotypů - stejné věci se dělají stejně, 
podobné věci se dělají podobně.  
 Respektujte širokou skupinu uţivatelů. Autor aplikace si musí ujasnit, jaké skupiny 
uţivatelů mohou jeho aplikaci pouţívat (začátečníci, profesionální uţivatelé, děti, 
zdravotně postiţení) a podle toho tvořit rozhraní aplikace. Styly práce s aplikací různých 
skupin uţivatelů se mohou značně lišit, a proto je důleţité, aby existovaly alternativy v 
ovládání aplikace. 
 Poskytujte zpětnou vazbu. Uţivatel potřebuje být přiměřeně informován o výsledcích práce 
s aplikací - zda akce proběhla úspěšně či nikoliv a proč. Vţdy je třeba však váţit formu 
zpětné vazby tak, aby aplikace uţivatele zbytečně neobtěţovala. 
 Navigujte uţivatele. Řada uţivatelských úloh se sestává z posloupnosti více akcí. Rozdělte 
rozhraní akcí na jednoduché, logicky rozčleněné kroky, které respektují pracovní postup 
(workflow). 
 Předcházejte chybám. Uţivatelské rozhraní by mělo minimalizovat moţné chyby uţivatele. 
V případě, ţe k chybě dojde, třeba protoţe jí není moţné předejít, je potřeba uţivatele o 
chybě informovat. Také je dobré sdělit uţivateli moţné příčiny a moţná řešení vzniklého 
stavu. 
 Umoţněte uţivateli se vrátit a buďte tolerantní k jeho chybám. Je vhodné, aby uţivatel 
mohl všude tam, kde je to moţné, vrátit akci zpět, resp. ji opětovně provést. Pokud 
vyvolám akci, musím být schopen se z ní vrátit nebo ji alespoň zastavit. 
 Vytvářejte předvídatelné uţivatelské rozhraní. Uţivatel musí být řídícím prvkem rozhraní, 
musí být iniciátorem, nikoliv tím, kdo plní rozkazy aplikace. 
 Nepřetěţujte krátkodobou paměť uţivatele, nabízejte přehlednost. Uţivatel nesmí být 
nucen si rozhraní pamatovat. Naopak, je potřeba, aby měl přehled o aplikaci, bez nutnosti 
si jednotlivé věci pamatovat, nebo stále dokola znovu a znovu číst. 
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Při návrhu systému či aplikace stojí tvůrce návrhu na pomezí uţivatele a programátora. Jeho 
zásadním úkolem je popsat a formalizovat uvaţování uţivatele, přiblíţit systému jeho potřeby, 
poţadavky a otestovat, zda systém splňuje uţivatelská očekávání. Současně musí najít takové řešení, 
které je technicky proveditelné.  
 
Kritéria Popis 
Rychlost rychlé provedení operací 
Uţitečnost uţitečné, efektivní 
Jednoduchost snadné, efektivní, stručné, pochopitelné 
Estetika inovativní, atraktivní, elegantní 
Spolehlivost konzistentní, bezpečné, důvěryhodné, přesné 
Důkladnost kompletní, bohaté 
Flexibilita reakce, automatické, výkonné, zpětná vazba 
Tabulka 2-2: Kritéria kvality GUI, převzato z [64] 
2.5.4 Webové návrhové vzory 
Při navrhování a implementaci webového grafického uţivatelského rozhraní tvůrce řeší často stále 
opakující se problémy. Řešením těchto problémů se zabývá problematika webových návrhových 
vzorů.  Návrhové vzory (design patterns) jsou mnohokrát prakticky ověřené postupy a techniky, které 
vedou k jednoduchým a rychlým řešením určitého problému. Jedná se o popis či šablonu, jak řešit 
problém způsobem, který můţe být pouţit v různých situacích.  
Rozvoj návrhových vzorů je zaloţen na potřebě nějakým způsobem zachytit určité netriviální 
problémy, které se opakovaně objevují při řešení návrhu informačních systémů, zejména v oblasti 
designu a uţivatelského rozhraní [14]. Důvody aplikace návrhových vzorů lze shrnout do 
následujících bodů:  
 
 Sniţování pravděpodobnosti chyb.  
 Ulehčení práce při budoucím rozšiřování aplikací.  
 Zvyšování spolehlivosti programů.   
 Rychlejší tvorba návrhu aplikace.  
 Kvalitnější návrh aplikace.  
 
Jak je uvedeno v [15], webové vzory jsou zaloţeny na velmi jednoduchém principu. Uţivatelé 
si po čase zvyknou na určitý webový obyčej, a kdyţ se příslušné webové stránky významně odlišují 
od těchto zaţitých tradic, tak se s nimi uţivateli podstatně hůře pracuje. Webové vzory charakterizují 
tato tvrzení:  
 
 Na různých stránkách stejného zaměření se vyskytují opakující se prvky - vzory. 
 Vzory mohou poskytnout sémantickou informaci, která je postavena na jednoznačné a 
empiricky ověřené dohodě mezi tvůrci a uţivateli. 
 Skrytá a nepřetrţitá interakce mezi uţivateli a tvůrci se promítá do vzorů. 
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 Ve vzorech jsou popsány charakteristické strukturální rysy a rysy chování, které zlepšují 
pouţitelnost architektury software, uţivatelského rozhraní, webových stránek nebo 
čehokoliv jiného v určité doméně. Vzory činí věci pouţitelnějšími a jednoduššími na 
pochopení.  
 
Martijn van Welie na svém webu [16] rozdělil webové vzory do tří kategorií:  
 Context of design (vzory designu) – vzory, které jsou zaměřeny na design webových 
stránek v různém kontextu.  
 User needs (uţivatelské vzory) – vzory, které vyuţívají uţivatelé.  
 Application needs (vzory aplikací) – vzory, které vyuţívají jiné webové aplikace.  
2.5.5 Webové vzory designu 
Vzory designu jsou zaměřeny na řešení webu z hlediska jeho vizuální stránky. Poskytují řešení 
typických problémů při návrhu uţivatelského rozhraní. Co se týče webových stránek, příkladem můţe 
být uspořádání jednotlivých prvků na stránkách, jako jsou menu, přihlašovací formulář a podobně. 
Tyto vzory tedy popisují, jak strukturovat informace na stránkách, jaké pouţít uţivatelské prvky a jak 
s nimi pracovat. Design aplikace nebo webových stránek závisí zejména na návrhářovi webových 
stránek či aplikace. Návrhář design přizpůsobuje oblasti, ve které bude vytvářená aplikace nasazena.  
V závislosti na doméně návrhář volí, jaké a jakou formou budou webové stránky poskytovat 
informace, rozmístění jednotlivých prvků na stránce. Webové vzory designu můţeme tedy označit 
také jako vzory GUI nebo HCI, neboť poskytují řešení typických problémů při návrhu uţivatelského 
rozhraní, na obecné úrovni popisují jak strukturovat informace v rozhraní a s jakými vhodnými 
uţivatelskými prvky. Tyto vzory ovšem přímo nepopisují, jak se má chovat, ale spíše neţ to, jak se 
má projevovat vůči uţivateli. 
2.5.6 Uživatelské webové vzory 
Uţivatelské vzory představují takovou kategorii webových vzorů, se kterými se běţný uţivatel 
dostane přímo do kontaktu. Návštěvník webových stránek s těmito vzory běţně pracuje a 
komunikuje. Správné pouţití takových vzorů uţivateli nabízí přehlednější, ucelenější informace a ten 
následně se stránkami můţe lépe kooperovat. Znalost těchto návrhových vzorů velmi urychluje a 
ulehčuje práci programátorům, kteří daný problém řeší. Jde o prvky navigace, vyhledávání, 
interaktivní prvky atd. 
Příkladem jednoduchého a vysoce uţitečného uţivatelského vzoru je komponenta pro výběr a 
zadávání dat, který je na obrázku 2-13. Tento prvek je zobrazen při vloţení kurzoru myši do 
odpovídajícího textového pole. Uţivatel tak nemusí sloţitě zadávat datum skrze klávesnici. Doba 
výběru data je zkrácena o přesun ruky z myši na klávesnici, dobu psaní a pohyb ruky zpět 




Obrázek 2-13: Příklad uţivatelského webového vzoru datepicker 
2.5.7 Webové vzory aplikací 
Vzory aplikací jsou webové vzory, které vylepšují komunikaci mezi internetovou aplikací a 
koncovým uţivatelem. Jedná se zpravidla o jednoduché webové prvky, jako jsou barevné zvýraznění 
odkazů, tzv. loading (processing), chybová zpráva atd. 
V rámci vyvíjeného interaktivního modulu a jeho uţivatelského rozhraní, který bude 
výsledkem této diplomové práce, vyuţiji zejména vzory z domény uţivatelských webových vzorů, a 
to prostřednictvím javascriptové knihovny jQuery. Podstata, funkčnost a charakteristiky tohoto 


























3 Přehled technologií realizace 
V tomto projektu budou pro vytvoření uţivatelského rozhraní po domluvě s vedoucím práce pouţity 
nástroje, které poskytuje moderní javascriptová knihovna jQuery v kombinaci s technologií Ajax a 
kaskádových stylů CSS 3. V této kapitole se budu zabývat popisem základních vlastností, kterými 
tyto nástroje disponují.  
Při implementaci modulu a jeho rozhraní budu vycházet ze standardů jQuery a CSS, které jsou 
doplněny nepřeberným mnoţstvím různých pluginů. Tyto technologie spolu s HTML poskytují 
dostatečné nástroje a prostředí pro realizaci vhodného uţivatelského rozhraní, které představuje 
klientskou část aplikace. Její serverová část bude řešena v PHP frameworku Nette s databázovou 
vrstvou Dibi. Jejich přednosti, architektura a další vlastnosti budou vysvětleny v textu této kapitoly. 
3.1 Základní elementy potřebné pro vývoj 
Chceme-li vyvíjet webové aplikace zaloţené na technologii PHP, potřebujeme pro realizaci a jejich 
testování nainstalovat základní komponenty: 
 
 webový server IIS nebo HTTP server Apache, 
 skriptovací stroj jazyka PHP, 
 rozšiřující knihovny a balíčky jazyka PHP, 
 databázový server MySQL, 




Obrázek 3-1: Webový server 
 
Princip komunikace klient-server je znázorněn na obrázku 3-1. Jsou dvě moţnosti, jak získat 
webový server a potřebné produkty:  
 












 free webhosting 
 instalace serveru na svůj počítač (localhost). 
Pro tuto práci jsem provedl vlastní instalaci těchto komponent potřebných pro vývoj webových 
aplikací nad jazykem PHP.  
 
 Apache HTTP server 2.2 
 MySQL server 5.1.5 
 PHP verze 5.3.3 
 phpMyAdmin verze 3.3.7 
 
Dále pak byly podle zvolených technologií pro tvorbu serverové a klientské části aplikace 
získány a pouţity následující knihovny: 
 jQuery verze 1.5.1; 
 Nette Framework verze 2.0 alpha pro PHP 5.3; 
 Dibi 1.5rc. 
3.2 Javascriptová knihovna jQuery 
JavaScript je čistě interpretační programovací jazyk s primitivními objektovými vlastmi, původně byl 
jako součást prohlíţeče Nescape Navigatoru. Umoţňuje oţivit HTML dokumenty interakcí 
s uţivatelem, má vazbu na prvky prohlíţeče, kód je součástí HTML dokumentu a provádí se na straně 
klienta (client side). Jeho syntaxe je podobná programovacímu jazyku C/C++ a Javě [12]. 
Moderní programovací jazyk JavaScript je robustní a velmi silný nástroj. Objektově 
orientovaný kód tohoto jazyka se však chová a vypadá trochu jinak neţ v ostatních objektových 
jazycích. Objekty jsou základní stavební kameny jazyka. Prakticky na všechny prvky JavaScriptu 
můţeme pohlíţet jako na objekty a tohoto faktu vyuţívat. Aby se stal pravým objektově 
orientovaným jazykem, obsahuje JavaScript široký výběr různých funkcí a vlastností, které z něj činí 
jedinečný jazyk jak z pohledu moţností, tak stylu [11]. 
JQuery je stručný, silný a přehledný framework, který usnadňuje práci s JavaScriptem, klade 
důraz na rychlost, jednoduchost a čitelnost. Pomocí této knihovny lze rychle vytvářet efektivní, 
vysoce interaktivní uţivatelské rozhraní. Umoţňuje snadno vyhledávat DOM (Document Object 
Model) elementy, modifikovat je, umí pracovat s událostmi, implementuje animace a nechybí mu ani 
podpora AJAXu. Tato knihovna byla vydána Johnem Resigem v lednu 2006 na newyorském 
BarCampu. jQuery nabízí následující funkce [8]: 
 Výběr DOM elementů pomocí otevřeného cross-browser selektorového enginu Sizzle. 
 Funkce pro procházení a změnu DOM (včetně podpory základní XPath). 
 Události. 
 Manipulace s CSS. 




 Utility – např. informace o prohlíţeči nebo funkce each. 
 Javascriptové pluginy.  
Součástí projektu jQuery je knihovna jQuery UI nabízející snadné pouţití vizuálních efektů, 
widgetů pro uţivatelské rozhraní – ovládacích prvků a nástroj pro snadnou změnu vzhledu těchto 
elementů. jQuery UI vyuţívá knihovnu jQuery a je na ní přímo závislý. Stránka pro staţení této 
knihovny nabízí moţnost vybrat si komponenty, které v ní chceme mít zahrnuty. Ve standardní 
distribuci obsahuje knihovna všechny dostupné komponenty. Skinů je na výběr poměrně velké 
mnoţství a pro moţnost individuálního přizpůsobení vzhledu je na stránkách projektu aplikace tzv. 
ThemeRoller. jQuery UI si stejně jako samotné jQuery zakládá na jednoduchosti pouţití. Díky 
integraci metod efektů do objektů jQuery je lze snadno pouţít a zřetězovat.  
Framework jQuery výrazně usnadňuje práci s DOMem. Mezi jeho mnohé výhody patří kromě 
snadného pouţití a zajímavých funkcí také kvalitně zpracovaná dokumentace včetně tutoriálů a v 
neposlední řadě i ohleduplnost k okolnímu prostředí - na rozdíl od agresivnějších frameworků, jakými 
jsou Prototype nebo MooTools, se drţí striktně ve svém vlastním jmenném prostoru a nemodifikuje 
nic, co mu nepatří. Jde o silný a elegantní nástroj, je plně dostačující pro malé a středně velké 
projekty [19]. jQuery UI se skládá z těchto částí: 
 
 JavaScriptový kód rozšiřující moţnosti standardního jQuery objektu o efekty a widgety. 
 CSS styl upravující vzhled widgetů. 
 Graﬁka - obrázky na pozadí a ikonky. 
 
jQuery UI dostupná z [33] označuje user interface knihovnu, tedy knihovnu na rozhraní 
uţivatele. Jedná se o jakési webové návrhové vzory, jejichţ problematika byla popsána dříve. 
Knihovnu jQuery UI můţeme označit za knihovnu, která v podstatě nabízí několik webových vzorů 
pro realizaci uţivatelského rozhraní. Tyto bych tedy konkrétně zařadil do kategorie uţivatelských 
webových vzorů.  
3.3 AJAX 
Ajax - Asynchronous JavaScript and XML – je termín, který byl poprvé uveden v článku „Ajax: A 
New Approach to Web Applications“ od Jesse James Garreta, spoluzakladatele a prezidenta Adaptive 
Path. AJAX je způsob výměny dat s webovým serverem, kdy jsou dodatečné poţadavky od klienta 
směrem k serveru prováděny i v případě, ţe je celá stránka načtena, aktualizovány jsou pouze části 
webové stránky bez nutnosti „refreshingu“ celého webového dokumentu [11].  
Aktualizace stránky probíhá na pozadí asynchronní výměnou malého mnoţství dat se serverem. 
Touto technikou je moţné vytvářet velmi přívětivé interaktivní aplikace. Uţivatel je tak oproštěn od 
nepříjemného a zdlouhavého načítání stránky způsobené obnovením. S AJAXem má uţivatel pocit 
mnohem větší plynulosti práce, která se (zejména u rychlejšího internetového připojení) blíţí běţným 
desktopovým aplikacím.  
Díky této technice se můţe sníţit zátěţ na webové servery, neboť není sestavován a přenášen 
celý HTML dokument. Nejvýznamnějšími portály, které jsou postaveny na vyuţívání AJAXu, jsou 





Obrázek 3-2: Princip AJAX 
3.4 Nette Framework pro PHP 
Frameworky jsou softwarové struktury, které slouţí jako podpora pro vývoj programových aplikací. 
Obsahují API knihovny, často pouţívané návrhové vzory, balíky a podpůrné programy, jejichţ 
vyuţití umoţňuje rychlejší vývoj a snadnější implementaci. 
Jsou navrhovány a implementovány s cílem uspořit pracnost při vývoji informačních systémů. 
Návrháři vychází z ideje, ţe určité části systému se vyskytují prakticky u většiny vytvářených 
systémů a bylo by nesmyslné je pokaţdé znovu programovat. Lepší variantou je vyčlenit tyto 
standardní komponenty respektive sluţby do uceleného balíčku - framework. Vytvořený framework 
je moţné potom pouţít pro více systémů a návrháři se mohou soustředit pouze na věcné odlišnosti v 
jednotlivých systémech [10]. 
3.4.1 PHP 
PHP původně znamená Personal Home Page a vzniklo v roce 1996, od té doby prošlo velkými 
změnami a nyní tato zkratka znamená Hypertext Preprocessor. Jedná se o skriptovací programovací 
jazyk určený především pro programování dynamických internetových stránek. PHP lze pouţít i k 
tvorbě konzolových a desktopových aplikací. Při pouţití PHP pro dynamické stránky jsou skripty 
prováděny na straně serveru – k uţivateli je přenášen aţ výsledek jejich činnosti (interpret PHP 
skriptu). PHP je nezávislý na platformě. 
Současná verze tohoto jazyka je verze s označením 5.3. Tato verze zlepšuje verze předešlé ve 
třech důleţitých oblastech jako objektově orientované programování, podpora a komunikace 
s MySQL a XML.  




 vytvoř XMLHttpRequest 
objekt 
 
 pošli HttpRequest 
 javascriptem zpracuj 
vrácená data 
 
 aktualizuj danou část 
stránky 
Server 
 zpracuj HttpRequest 
 
 vytvoř odpověď a pošli data 





Obrázek 3-3: Princip php 
Výhody a vlastnosti jazyka PHP: 
  je relativně jednoduché na pochopení, 
 je specializované na webové stránky, 
 výborná dokumentace, 
 podporuje širokou řadu souvisejících technologií, formátů a standardů, 
 je to otevřený projekt s rozsáhlou podporou komunity, 
 snadno komunikuje s mnoha databázovými systémy, jako je MySQL, PostgreSQL a řada 
dalších, 
  je multiplatformní, lze jej provozovat s většinou webových serverů a na většině dnes 
existujících operačních systémech. 
3.4.2 Vlastnosti frameworku Nette 
Nette Framework je výkonný framework pro pohodlné a rychlé vytváření kvalitních a moderních 
webových aplikací v PHP 5.  
 
 Eliminuje bezpečnostní rizika.  
 Podporuje AJAX (Asynchronous JavaScript and XML) - obecné označení pro technologie 
vývoje interaktivních webových aplikací, které mění obsah svých stránek bez nutnosti 
jejich znovunačítání. 
 SEO (search engine optimization) - je metodika vytváření a upravování webových stránek 
takovým způsobem, aby jejich forma a obsah byly vhodné pro automatizované zpracování 
v internetových vyhledávačích. 
 DRY (Don't Repeat Yourself) - sníţení opakování informací všeho druhu zejména ve 
vícevrstvých architekturách. 
 KISS (Keep It Simple, Stupid) - zachování maximální jednoduchosti. 
 Znovupouţitelnost kódu.  
 Vyuţívá velké mnoţství rozhraní pro skrytí implementace. 
 Propracované nástroje pro ladění a eliminaci chyb ("laděnka"). 
 Velmi aktivní komunita uţivatelů v ČR. 
 Podpora jmenných prostorů v PHP 5.3. 
 
generování dynamické 








požadavek na stránku 
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Jeho licence vycházející z BSD patří k těm nejvolnějším, a proto je moţné tento framework 
vyuţít téměř u jakéhokoli projektu. Jeho autorem je David Grudl [4]. Vyuţívá událostmi řízené 
programování a z velké části je zaloţen na pouţití komponent, díky jimţ programátor nemusí ţádný 
kód psát dvakrát [5].  
3.4.3 Model-View-Presenter 
Logika Nette frameworku je postavena na softwarové architektuře MVP (model-view-presenter), 
která vychází z mnohem známějšího modelu MVC (model-view-controller) vyuţívaného u jiných 
frameworků jako Zend, Symphony, CakePHP atd. Zjednodušeně můţeme konstatovat, ţe presenter v 
Nette znamená takřka totéţ, co controller v jiných frameworcích. 
Jak je vidět na přiloţeném obrázku 3-4, MVC rozděluje model aplikace do tří vrstev – datový 
model aplikace, řídící logiku a uţivatelské rozhraní a jedná se o tzv. architektonický návrhový vzor. 
Oddělení těchto věcí do samostatných podsystémů nebo vrstev znamená velmi dobrý přístup. 
Vývojáři si ověřili, ţe tato separace je nezbytná pro udrţení přehledného kódu, zvláště v případech, 
kdy je vývoj aplikace rozdělen mezi více lidí nebo většího vývojového týmu. 
 
 
Obrázek 3-4: Model MVC 
Tento princip poprvé popsal Trygve Reenskaug v roce 1979. Dnes je velmi populární právě 
u webových aplikací. Ve své původní podobně se v podstatě nevyuţívá téměř nikde. Role a 
vztahy jednotlivých vrstev se často chápou velmi volně. To je také důvod, proč se Nette 
Framework hlásí k MVC jen jako k duševně spřízněné architektuře. Nette Framework pracuje na 
softwarové architektuře MVP.  
 
Obrázek 3-5: Model MVP, převzato z [6] 
request 
řízení / data 
řízení / data 













Princip modelu MVP a komunikace mezi jeho jednotlivými částmi ukazuje obrázek 3-5. 
Jednotlivé podsystémy této architektury zajišťují: 
 Model zajišťuje přístup k datům a manipulaci s nimi na základě události vyvolané 
prostřednictvím vrstvy Presenter [7]. 
 View (šablona, pohled) převádí data reprezentovaná modelem do podoby vhodné 
k prezentaci uţivateli. Slouţí k vytvoření grafického rozhraní pro interakci s uţivatelem. 
Kaţdý ucelený systém by měl obsahovat jednotné grafické ovládání, které plně vyhovuje 
uţivatelům. Při návrhu grafických standardů pro vznikající systém je nutné brát v úvahu 
nejenom poţadavky uţivatelů, ale i standardy Internetu. Účelem této vrstvy je oddělení 
prezentační logiky od věcné a datové, coţ zvyšuje její udrţovatelnost a umoţňuje 
jednodušší zapracování změn, které se objevují ve větší míře právě v prezentační vrstvě 
[10]. 
 Presenter (řadič) reaguje na události pocházející od uţivatele a zajišťuje změny v modelu 
nebo v pohledu. Jedná se o vrstvu mezi prezentační (View) a vrstvou aplikační (Model). 
Jejím účelem je zpracování událostí v prezentační vrstvě a vyvolání metod objektů 
tvořících Model. Presenter vrstva redukuje závislost mezi věcnou a prezentační logikou 
[10]. 
3.5 Databázová vrstva dibi 
Veškerá data aplikace budou ukládána v databázovém systému MySQL. MySQL je relační 
multiplatformní databáze typu DBMS (database managment system), vychází z deklarativního 
programovacího jazyka SQL (structured query language). Je šířena jako Open Source. Do MySQL lze 
ukládat různá data jako texty, obrázky atd. Nejčastěji se pouţívá ve spojení s jazykem PHP. MySQL 
umoţňuje na jednom počítači pracovat s více databázemi, od počátku bylo optimalizováno především 
na rychlost, a to i za cenu některých zjednodušení: má jen jednoduché způsoby zálohování, a aţ 
donedávna nepodporovalo pohledy, triggery, a uloţené procedury. 
S frameworkem Nette úzce souvisí databázová vrstva dibi, která je vyvíjena stejnou komunitou 
programátorů. Tento projekt má za cíl zjednodušit zápis SQL dotazů na databázi a zrychlit tak rutinní 
kroky, se kterými se programátor u komunikace s databází běţně setkává.  
 
Cíle databázové vrstvy dibi [6]: 
 
 zjednodušit zápis SQL příkazů, co to jen půjde; 
 snadný přístup k metodám, i bez globálních proměnných; 
 funkce pro několik rutinních úkonů; 
 eliminovat výskyt chyby pomocí přehledného zápisu SQL příkazů; 
 přenositelnost mezi databázovými systémy; 
 automatická podpora konvencí (escapování/slashování, uvozování identifikátorů); 
 automatické formátování specifických typů, např. datum, řetězec; 
 sjednocení základních funkcí (připojení k db, vykonání příkazu, získání výsledku. 
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4 Analýza a návrh řešení  
Součástí řešení je kromě návrhu a realizace interaktivního modulu také návrh celého informačního 
systému. Aby mohla být aplikace s modulem pro vytváření tréninků implementována, musí být 
zasazena do kontextu navrhovaného systému.  
První podkapitola se tedy zabývá analýzou a návrhem celého informačního systému. Tento 
návrh je zpracován prostřednictvím tzv. use case diagramů, které specifikují přesnou funkčnost a 
pouţití systému. Jeho datovou strukturu popisuje tzv. ER diagram.  
V dalších částech kapitoly jsou jiţ zpracovány a popsány myšlenky analýzy a návrhu 
vyvíjeného modulu, především jeho uţivatelského rozhraní, jehoţ návrh a realizace je hlavním cílem 
této práce. 
4.1 Analýza požadavků a návrh IS  
Analýza poţadavků na informační systém znamená analýzu a specifikaci poţadavků uţivatele, tj. 
zákazníka, pro kterého systém vyvíjíme. Označuje se také jako inţenýrství poţadavků, protoţe 
zahrnuje řadu inţenýrských činností a technik. Představuje jeden z nejtěţších úkolů při řešení 
kaţdého softwarového projektu. Obtíţnost vyplývá z problémů souvisejících s komunikací mezi 
lidmi, v tomto případě uţivatele a vývojáře. Výsledkem analýzy je model nezávislý na cílové 
platformě [13]. 
4.1.1 Neformální specifikace 
Informační systém bude vlastnit a spravovat firma nebo instituce, která bude nabízet sluţby v oblasti 
zprostředkování mimopracovních aktivit klientům nebo uţivatelům. Na straně vlastníka informačního 
systému bude vystupovat boss – šéf a vlastník systému, lektor – pracovník, který je pověřen bossem. 
Na straně klienta nebo uţivatele vystupuje personal manager, který zastupuje danou firmu a 
participant, jeţ představuje zaměstnance firmy nebo obecně člověka účastnícího se akce. Informační 
systém bude schopen řídit několik různých druhů informací: 
 
 databázi aktivit, programů, tréninků; 
 seznam lokalit; 
 správa klientů a společností (účastníci a personální manaţeři); 
 seznam lektorů, obchodníků a dalších důleţitých osob; 
 ukládání souborů a dokumentů (fotografie, videa, komentáře, závěrečné zprávy). 
4.1.2 Use case diagramy 
Případy uţití zachycují přesně funkčnost, která bude budoucím informačním systémem pokryta a 
vymezují tak jednoznačně rozsah prací. Kaţdý případ uţití popisuje jeden ze způsobů pouţití 
systému, popisuje tedy jednu jeho poţadovanou funkčnost. Definici případů uţití je třeba věnovat 
patřičnou pozornost, neboť pouze to, co popisuje soubor případů uţití, se bude programovat. Jinými 
slovy vyvinutý systém nebude obsahovat nic jiného, neţ popisují případy uţití [3]. 
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Use case diagramy jsou hlavní technikou modelování chování systému na úrovni analýzy v 
UML. Lze vytvořit řadu diagramů, které reprezentují různé aspekty systému na různé úrovni 
podrobností. Hlavními vizuálními modelovacími prvky diagramu případů pouţití jsou případy pouţití 
a aktéři. Případ pouţití reprezentuje nějakou důleţitou část celkové 
poţadované funkčnosti vyvíjeného systému. Aktér reprezentuje uţivatele systému, očekává od něj 
nějakou zpětnou vazbu – pozorovatelný výsledek. Je důleţité uvědomit si dvě důleţité vlastnosti 
případů pouţití: 
 
 Kaţdý případ pouţití je vţdy zahájen aktérem. 
 Případy pouţití jsou vţdy specifikovány z pohledu aktéra nikoliv systému, tj. popisujeme, co 
aktér potřebuje, aby systém dělal, ne jak to má systém dělat. 
 
Podobně jako u jiných diagramů i v diagramu případů pouţití mohou existovat vztahy mezi 
jeho prvky. Především skutečnost, ţe aktér komunikuje s případem pouţití, modelujeme asociací. 
Mezi aktéry můţe existovat pouze vztah generalizace. Mezi případy pouţití mohou existovat vztahy 
generalizace, asociace a stereotypy závislosti «include» a «extend» [13].  
4.1.3 Architektura IS 
Neţ započnou práce na detailní specifikaci vyvíjeného systému, musí být zvolena architektura IS a 
vývojář se musí začít řídit jejími principy. Jasný model architektury s úrovněmi hierarchie objektů a 
omezení komunikace mezi objekty musí být přijaty na začátku ţivotního cyklu projektu [13].   
Softwarová architektura je struktura komponent programu (systému), jejich vzájemné vazby, 
principy a předpisy určující jejich návrh a vývoj v průběhu času. Jedná se o mnoţinu definic a 
pravidel, které definují komponenty softwarového systému, jejich rozhraní a pravidla pro jejich 
interakce [20]. 
Jiţ na začátku ţivotního cyklu celého projektu bylo definováno, v jakém hlavním vývojovém 
frameworku bude tato aplikaci vyvíjena. Jak bude popsáno později, jedná se o framework pro tvorbu 
webových aplikací v PHP 5 Nette Framework. Tento framework podporuje architekturu z rodiny 
MVC (model-view-control), v tomto případě architektonický vzor označený jako MVP (model-view-
presenter). Je proto jasně dáno, jaká softwarová architektrura bude v tomto projektu pouţita. Princip 
architektury MVP je vyloţen v kapitole týkající se vlastností Nette frameworku. 
4.1.4 Návrh databáze 
Při vytváření webové aplikace, která načítá nebo ukládá nějaká data, je jedním z nejdůleţitějších 
prvních kroků správný návrh datových struktur, ve kterých budou tato data uchována. Správným 
návrhem databáze si můţete ušetřit čas a případné pozdější problémy. Při špatném návrhu datové 
struktury se dříve či později dostaneme do stavu, kdy se vlastní rozšiřování aplikace stává natolik 
sloţitým, ţe je mnohdy lepší začít úplně od začátku.  
Pro ukládání dat v této práci byla zvolena databáze MySQL. Z neformální specifikace byly 
vyvozeny informace a data, která se musí ukládat do systému. Dalšími údaji, které je nutné taktéţ 
ukládat do systému, jsou data vyvozená ze specifikace funkčnosti a data potřebná pro správné 
implementační fungování systému. Navrţený ER diagram tohoto systému je umístěn v příloze 
diplomové práce. 
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4.2 Rozbor vyvíjeného modulu tréninku 
Úkolem této práce je navrhnout a realizovat modul, který se zaměřuje na vyhledávání aktivit a 
sestavování denního programu konkrétního tréninku. Celý tento modul bude označen jako Modul 
tréninku. Tento modul bude obsahovat veškeré potřebné vstupy jako interaktivní ovládací a 
zobrazovací grafické prvky, parametry, které jsou potřeba pro vytvoření programu daného tréninku. 
Vyuţije se přístupu user-centered design, jehoţ cílem je sjednotit prvky rozhraní tak, aby byl uţivatel 
spokojen. Zaměřuje se na vše, s čím uţivatel přichází do přímého styku, co vnímá, učí se a pouţívá.  
Uţivatelské rozhraní by mělo být koncipováno tak, aby reflektovalo důleţité a frekventované 
úkony. Musí být intuitivní, interaktivní, snadno pouţitelné, dobře ovladatelné a vhodné pro danou 
úlohu, musí uţivateli poskytovat dostatečnou zpětnou vazbu a přizpůsobit se jeho konkrétním 
znalostem a zkušenostem. Důleţitá je vhodná vizualizace a grafické zpracování, jeţ mají velký podíl 
na celkové přehlednosti a výsledném dojmu uţivatele, který bude systém pouţívat. Mělo by být 
dostatečně přehledné, aby se tak uţivatel mohl kontrolovaně soustředit na svou úlohu. Rozhraní by 
mělo být flexibilní z hlediska uţivatelů s odlišnými dovednostmi, schopnostmi a moţností interakce. 
Provedené akce by měly přinést pouze takový výsledek, který je uţivatelem očekáván. Uţivatel 
potřebuje určitou jistotu v interakci se systémem. 
Jedním z nejdůleţitějších kroků při takovém návrhu je specifikace všech potřebných prvků a 
způsobilých elementů. Návrhář si musí uvědomit, jaké úkony bude uţivatel provádět nejčastěji, které 
úlohy nebudou mít takovou prioritu a podle toho uzpůsobit návrh webového rozhraní. Jeho cílem je 
uţivateli práci ulehčit, zpříjemnit, zachovat mu co nejlepší přístup a docílit toho, aby rozhraní bylo 
srozumitelné pro kaţdého uţivatele, který s ním bude pracovat.  
4.2.1 Rozbor požadavků 
Jedná se o uţivatelské rozhraní, které uţivateli musí nabídnout vhodnou reprezentaci vyhledávání 
aktivit (her) a tvorbu denního programu z filtrovaných aktivit. Tímto se definovaly dvě části 
implementovaného rozhraní – filtr a program. Dále by měly být zobrazeny informace, v rámci jakého 
tréninku je tento program sestavován. Bude potřeba nějakým způsobem zobrazovat všechny důleţité 
informace o tomto tréninku. Ale to není všechno. Uţivateli by měly být také zobrazeny veškeré 
potřebné údaje o nalezených aktivitách. V rámci kaţdé aktivity a programu bude probíhat také 
diskuze (komentáře), které by měly být rovněţ vhodným způsobem znázorněny. Všechny tyto 
průvodní data bych přehledně strukturoval do další části modulu, kterou nazveme například panel 
informací.  
Nyní je dobré zamyslet se nad situací, kdy má uţivatel na základě zadaných vstupních údajů 
vyhledaný a zobrazený seznam určitého typu aktivit. Začne vytvářet denní program, ale nějakou 
aktivitu by si z toho filtrovaného seznamu rád odloţil na pozdější práci, při provedení nového hledání 
se totiţ výběr vymaţe a naplní novými výsledky. Bylo by tedy vhodné nabídnout uţivateli určitou 
pracovní plochu, do které by si umístil alternativní aktivity, mohl si zapisovat poznámky, umoţnit mu 
třeba i jednoduché kreslení, vloţení obrázků, dokumenty různých formátů nebo uloţit nastavení 
vyhledávacího filtru. Tato jiţ čtvrtá část modulu dostane označení jako whiteboard neboli pracovní 
plocha. Tato pracovní plocha bude z pohledu práce uţivatele nezbytnou komponentou.  
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4.2.2 Vizualizace modulu 
Modul tréninku je tedy rozdělen na čtyři části: informační panel, program dne, vyhledávací filtr a 
whiteboard. Jejich moţné uspořádání na stránce reprezentuje následující obrázek. 
 
Obrázek 4-1: Prvotní návrh rozmístění částí uţivatelského rozhraní Modulu tréninku 
 
Pokud hovoříme o rozmístění prvků na stránce, celkovém designu webového rozhraní, jaké 
pouţít vhodné uţivatelské prvky a jak s nimi pracovat, pak se zabýváme řešením problémů, jejichţ 
východiska nabízejí webové vzory z domény designu, tedy tzv. webové vzory designu.  
4.2.3 Uspořádání prvků a design 
Tvůrce návrhu a specifikace uţivatelského rozhraní se musí vţít do role uţivatele, který bude systém 
vyuţívat a pokusit se navrhnout co nejlepší výsledek. Problém číslo jedna bude tedy navrhnout 
vhodné rozmístění jednotlivých komponent na webové stránce (design) a problém druhý, jakými 
ovládacími, vizuálními prvky a elementy budou jednotlivé komponenty v kontextu stránky 
konstruovány. Druhou otázkou se budeme zabývat o několik řádků níţe ve specifikaci jednotlivých 
částí aplikace.  
Design a vizuální uspořádání prvků aplikace se řídí několika základními, obecnými zásadami 
tak, aby bylo docíleno přehledného, srozumitelného, produktivního a pro uţivatele příjemného 
rozhraní.  
 
 Uţivatel prohlíţí obrazovku z levého horního rohu a poté po směru hodinových ručiček. 
 Minimalizovat dráhu kurzoru, která je nutná pro provedení operací. 
 Logické uspořádání prvků a jejich seskupování, musí respektovat tok informací. 
 
Design této aplikace musí být uzpůsoben respektování těchto pravidel, a zároveň intuitivním a 
snadno proveditelným krokům vyhledávání aktivit a tvorby denního programu. To nám říká, ţe musí 
být bezprostředně zobrazeny komponenty filtru a programu. Jelikoţ se ze seznamu vyhledaných 
aktivit budou metodou drag&drop přetahovat zvolené aktivity do programu, je vhodné mít tyto 
komponenty umístěny ve vzájemné blízkosti. Tato myšlenka je zachycena na obrázku 4-2. Není tedy 
příliš vhodné, aby byly oba prvky umístěny na rozdílných stranách rozhraní aplikace a uţivatel tak 












Obrázek 4-2: Účelnost rozmístění komponent program-filtr grafického rozhraní 
 
Informační panel poskytuje dobré řešení z pohledu seskupení veškerých průvodních informací 
všech elementů do jednoho místa.  
Pokud se dále zaměříme na pracovní plochu whiteboard, ta nemusí být bezprostředně 
vyobrazena. Spíše bych se přiklonil k moţnosti si tuto pracovní plochu kdykoli otevřít a kdykoli skrýt 
pomocí tlačítka či jiného způsobilého akci vyvolávajícího prvku. Pokud by byl whiteboard implicitně 
součástí designu aplikace, mohl by zbytečně odvádět uţivatelovu pozornost od důleţitých úkonů a 
celé uţivatelské rozhraní znepřehlednit. Poskytněme tedy uţivateli určitý manévrovací prostor.  
4.3 Zobrazení informací  
Problém, který by měla přehledným a příhodným způsobem řešit tato komponenta tkví v tom, jak 
uţivateli přehledně, strukturovaně a flexibilně formulovat všechny potřebné informace, které se 
objevují v kontextu celého procesu tvorby programu.  
4.3.1 Návrh komponenty 
Tato komponenta bude rozdělena na tři části. V první části se budou vypisovat, ale také vkládat 
základní informace o daném tréninku jako jsou datum, cíle, jeho zaměření, lektoři, lokalita, 





nevhodné provedení vhodné rozmístění 
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Obrázek 4-3: Vizualizace panelu informací 
Nabízí se ještě jiná varianta zobrazení tří panelů s informacemi, a to vyuţitím jQuery 
zobrazovacího prvku nazvaného jako tzv. accordion (obrázek 4-4), jehoţ výraznou výhodou je úspora 
místa. Uţivatel ovšem neuvidí všechny typy informací společně, nýbrţ je nucen jednotlivá okna 
rozevírat, viditelný v jednom časovém okamţiku můţe být pouze jeden panel. 
  
 
Obrázek 4-4: Element accordion 
4.3.2 Relevantní informace 
Je důleţité zapřemýšlet, jaké informace a v jakém mnoţství je nutné pro dostatečnou informovanost 
uţivatele. Příliš mnoho nepřehledných dat uţivateli škodí stejně, jako výpis malého mnoţství zpráv. 
Nejen, ţe musí být zvolena úměrná hranice mnoţství informací, ale takové informace musí být 
prezentovány v určité ucelené, strukturované formě. Platí zde nejdůleţitější zásady [24]: 
 
 Vyváţenost – to znamená, ţe obrazovka, okno nebo jiný jednodušší prvek (například 
formulář) má být rovnoměrně zaplněno zobrazovacími a ovládacími elementy. A to jak 
vertikálně, tak horizontálně. 
Název: 
Od:                 Do: 
Vedoucí: 
Cíle: 
Physical demand: 7 
Psychic demand : 2 
Risk: 5 
Time: 45-60 min 
Players: 10-35 
Type: komunikace 







 Souměrnost – členění skupin ovládacích prvků má být stejné, nebo podobné na levé i 
pravé straně okna. Nesouměrné (asymetrické) uspořádání působí rozměrnějším dojmem 
neţ souměrné uspořádání. 
 Pravidelnost – rozměry stejných ovládacích prvků, jejich tvar, barva vzdálenosti mezi nimi 
by měly být všude tam, kde je to vhodné, jednotné. 
 
 
Obrázek 4-5: Uplatnění pravidel rozmístění prvků 
Důleţitou částí je prostřední díl. Právě v něm se vyobrazují detailní informace o prvku, který 
bude v daný moment aktivní. Jedná se tedy o dynamický výpis informací, v němţ se mohou objevit 
údaje o aktivitě, bloku či programu v rozsahu potřebném pro kompletní informaci o vybraném prvku. 
Třetí část je potom vyhrazena pro zobrazení stromu diskuze pro kompetentní aktivity nebo program.  
 




 fyzická náročnost, 
 psychická náročnost, 
 věk, 
 risk,  
 počet hráčů, 
 vybavení, 
 lektoři atd. 
Poslední tři z těchto atributů, tedy počet hráčů, vybavení a lektoři, budou umoţňovat další 
nastavení. Musí totiţ být umoţněno zadat konkrétní počet lidí, kteří se dané aktivity zúčastní, s čímţ 
souvisí také počet kusů příslušného vybavení a lektoři, kteří budou nad průběhem hry dohlíţet. Tyto 





 název tréninku, 







 počet aktivit v bloku, 
 barva bloku – dle zvolených aktivit, 
 absolvované / neabsolvované aktivity. 
4.3.3 Komentáře 
Poslední část panelu informací bude věnována komentářům, popřípadě diskuzi právě aktivního prvku. 
Máme-li aktivovanou aktivitu, blok či celý program, objeví se v této sekci komentáře. Komentáře se 
budou zobrazovat seřazeny podle data, od aktuálních po nejstarší. Text komentářů bude vidět pouze u 
posledních dvou, čímţ je zajištěna větší prostorová flexibilita a přehlednost. U starších příspěvků 




Obrázek 4-6: Návrh stromu diskuze 
4.4 Program dne 
Program tréninku slouţí k sestavení časově organizovaných seznamů aktivit, které budou v rámci 
daného tréninku realizovány. Tato část obrazovky slouţí pro tvorbu programů celého tréninku.  
4.4.1 Design denního harmonogramu 
Při navrhování designu programu se musí návrhář aplikace zamyslet nad tím, jak uţivateli nabídnout 
nejkomfortnější způsob realizace programu. Uţ víme, ţe aktivity se do programu budou 
z vyhledávacího modulu uţivatelem přesouvat metodou drag&drop. Aktivity ovšem nebudou 
vkládány přímo na časovou osu programu, nýbrţ do dalšího prvky, jeţ je nazván jako blok. Blok 
slouţí k seskupování aktivit, které mohou být v daném časovém intervalu realizovány. A jak bude 
Jméno:                                 Čas: 
Text příspěvku. 
Jméno:                                 Čas: 
Text příspěvku. 
Jméno:                                 Čas: 
Jméno:                                 Čas: 
Jméno:                                 Čas: 
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tento blok do časové osy vloţen? Rozhodl jsem se vyuţít konceptu kalendáře ve sluţbě Gmail, viz 
obrázek 4-7.  
Blok se na časové ose vytvoří automaticky po kliknutí myši v jejím libovolném místě. V 
hlavičce bloku bude udán jeho časový rozsah. Pozice bloku se samozřejmě bude moci na ose měnit, 
lze ho po časové ose přesouvat – blok na ose „dokuje“. Dále je moţné u bloku taţením na jeho spodní 
hraně měnit jeho výšku - časový rozsah. Barva bloku se indikuje podle aktivit, jeţ jsou v něm 
obsaţeny, neboť kaţdá aktivita má definovánu svoji barvu. Blok v programu tedy slouţí pro 
shlukování či sdruţování aktivit, jeţ bude mít uţivatel příleţitost v daném časovém rozsahu 
uskutečnit.  
 
       
Obrázek 4-7: Vloţení prvku do kalendáře na Gmail 
Časová osa programu musí být přehledně rozdělena na dílky představující rozdělení jedné 
hodiny na časové intervaly. Zde bych se přikláněl k rozštěpení jedné hodiny na polovinu, tedy kaţdá 
hodina bude rozdělena na dvě poloviny. Klasické čtvrthodinové intervaly jsou uţ příliš krátkou 
časovou dobou, která by mohla vést k různým nepřesnostem a sníţení přehlednosti harmonogramu. 
 
Obrázek 4-8: Rozdělení jedné hodiny na časové intervaly v programu tréninku 
4.4.2 Více možných běhů 
Dále je nutné zamyslet se nad situací, ţe trénink potrvá více neţ jeden den, to znamená, ţe uţivateli 
musí být nabídnuta moţnost realizace více neţ jednoho běhu programu v rámci jednoho tréninku. 
Východisek této záleţitosti můţeme nalézt několik. Jedním řešením by bylo zobrazit na obrazovce 
několik časových os programu. Takové řešení je ale obzvláště nepraktické jak z pohledu otázky 
prostoru, tak přehlednosti.  
Další alternativou by mohlo být více obrazovek tvorby denního programu v kontextu jednoho 
tréninku. Tato eventualita je ale snad ještě horším řešením neţ předchozí. Nejen ţe uţivateli tímto 
způsobem značně zkomplikujeme práci, ale zcela bychom také popřeli dříve zmíněné poţadavky na 
aplikaci z hlediska efektivnosti a praktičnosti. Uţivatel by tak musel pro kaţdý denní program 








parametrů filtru a ztráty filtrovaných dat.  Optimální řešení se tak nabízí díky GUI prvku označeného 
jako záloţky. Tento koncept odpovídá jQuery elementu na následujícím obrázku.  
 
 
Obrázek 4-9: Ovládací vizuální prvek záloţky, tzv. tabs v jQuery 
Právě tento element efektivně řeší problém, jak na jedné obrazovce uţivateli nabídnout 
moţnost realizace více denních programů, a přitom mít zobrazen pouze ten, se kterým aktuálně 
pracuje. 
4.5 Vyhledávací filtr 
Jak uţivateli umoţnit vyhledávání specifických aktivit v databázi na základě různých parametrů? To 
je otázka, kterou se zabývá řešení komponenty nazvané vyhledávací filtr. Vyhledávání aktivit 
v databázi spolu s tvorbou programu a whiteboard tvoří tři nejdůleţitější elementy problematiky jak 
z hlediska vizuálnosti, ovládání, tak i funkčnosti celého rozhraní modulu tréninku. Při jeho 
navrhování se musí vzít v potaz následující: 
 
 jak uţivateli prezentovat vyhledaná data; 
 jakým způsobem a jakými ovládacími prvky uţivateli nabídnout nastavování jednotlivých 
parametrů; 
 kdy a jakým způsobem odesílat dotaz na databázi sloţený z nastavených parametrů; 
 jak uţivatel uchovat výsledky vyhledávání nebo vyhledávat dalším jiným filtrem. 
4.5.1 Výsledky vyhledávání 
Seznam nalezených aktivit představuje výsledek vyhledávání v databázi na základě zadaných a 
odeslaných parametrů. Velmi důleţité u vyhledávání je to, jakou mnoţinu výsledků tato akce vrátí. Je 
nepřípustné, aby vyhledávač vrátil prázdnou mnoţinu výsledků. Podle všech zadaných parametrů se 
při načítání dat z databáze vypočítá matematický model zaloţený na vektorech, kterým bude zaručeno 
zobrazení skupiny deseti nejvíce vyhovujících aktivit. To znamená, ţe všechny relevantní aktivity 
vyhovující odeslaným parametrům budou ohodnoceny a jako výsledek dotazu bude uţivateli 
zobrazeno pouze deset aktivit s nejlepším skóre. Bude tedy zaručeno, ţe tento vyhledávací prvek 
nalezne vţdy deset nejvhodnějších výsledků. Jediný případ, kdy bude seznam vyhledaných aktivit 





 zobraz vyhledávací filtr, 
 nastav parametry, podle kterých chceš aktivity filtrovat, 
 odeslání SQL dotazu na tabulku s aktivitami, 
 získání relevantních aktivit – dle zadaných parametrů, 
 výpočet skóre ohodnocení – míra shody atributů aktivity vzhledem k zadaným 
parametrům, 
 vrácení deseti nejvýhodnějších aktivit z hlediska nastavení parametrů vyhledávacího filtru 
a jejich prezentace uţivateli.  
 
Výsledek vyhledávání by měl být uţivateli přehledným způsobem prezentován. Pokud 
vezmeme v úvahu, ţe nalezených výsledků bude vţdy pevná suma, tedy deset, je nanejvýš vhodné 
uţivateli tyto výsledky vizualizovat jako vertikální seznam, stejně jako na obrázku 4-10. Jednotlivé 
poloţky ve formě takového seznamu reprezentující aktivity navíc budou vhodně připraveny na 
způsob přetahování do programu metodou drag&drop. 
 
 
Obrázek 4-10: Způsob prezentace výsledků vyhledání filtrem 
Vyhledávání aktivit je zaloţeno na SQL dotazech nad databází skládajících se ze zadaných 
parametrů. Parametry, které se budou při vyhledávání aktivit nastavovat, jsou takové, které obsahuje 
kaţdá aktivita a jeţ jsou v rámci efektu vyhledávání způsobilé: 
 
 fyzická náročnost; 
 psychická náročnost; 
 časová náročnost; 
 risk; 
 počet hráčů; 
 věkové rozmezí účastnících se hráčů; 
 prostředí aktivity; 
 typ aktivity. 
4.5.2 Ovládací prvky vyhledávacího filtru 
Při získávání přehledu o podobných existujících nástrojích bylo zjištěno, ţe při zadávání atributů 
vyhledávání jsou vţdy pouţity klasické formulářové elementy, které zabírají velké mnoţství místa, je 
jich na obrazovce velké kvantum, coţ vede ke sníţení přehlednosti. Jak tedy uţivateli nabídnout 







s vyhledávacím formulářem urychlit? Vyřešení této otázky spočívá v dobré volbě interaktivních 
ovládacích a zobrazovacích grafických prvků.  
Parametry jako fyzická, psychická, časová náročnost, risk, věkové hranice, počet hráčů 
spočívají v nastavování číselných rozmezí. Samozřejmě by tohle šlo realizovat formulářovými 
elementy jako textový input omezený na číselný datový typ nebo pole výběru. Lze však vyuţít jiného 
interaktivního elementu, který je označován jako posuvník. Tímto ovládacím prvkem lze na malém 
prostoru rychle a přehledně nastavovat všechny číselné atributy. A právě tyto tři moţné scénáře řešení 
zadávání číselných atributů vyhledávacího filtru jsou zachyceny na obrázku 4-11. Nejprve je 
znázorněn klasický formulářový prvek výběru s číselnými hodnotami. Obsahuje dva výběry pro 
nastavení dolní a horní hranice, které se při kliknutí myší rozbalí a uţivateli je nabídnuta moţnost 
výběru políčka v rozsahu od 0 do 10. V tomto případě uţivatel vyuţívá pouze klikání myši. Ve 
druhém scénáři jsou pro zadání dolní a horní hranice pouţity dva textové boxy, kde uţivatel uţitím 
klávesnice konkrétně zadá hodnotu obou hranic. Třetí situace vyobrazuje ovládací prvek knihovny 
jQuery tzv.slider. Obsahuje dvě táhla, pomocí nichţ uţivatel intuitivně nastavuje interval nebo také 
číselné rozmezí daného atributu. Nabízí optimální interaktivní řešení problému zadávání číselného 
rozsahu atributů vyhledávacího filtru. 
 
Obrázek 4-11: Moţnosti nastavování číselných parametrů 
Obecně platí pravidlo, ţe obrázek s popiskem nabízí daleko více informací neţ sáhodlouhý 
text. Druh prostředí by mohl být nastavován opět jednoduše pomocí formulářového prvku 
hromadného výběru. Obrázkem nebo nějakou ikonou ovšem podáme uţivateli daleko rychleji 
strukturovanou informaci o typu prostředí. Kaţdému typu prostředí bude tedy odpovídat jeho 
příznačná obrázková ikona, jeţ můţe být doplněna doprovodným popisem. Musí existovat moţnost 
vybrat více typů prostředí najednou, vybraná ikona bude dostatečně zvýrazněna, aby tato skutečnost, 
ţe je aktivní, byla na první pohled zřejmá. Seznam typů prostředí se bude načítat z databáze při 
inicializaci aplikace.  
 
Obrázek 4-12: Moţnosti nastavování parametru prostředí 
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Při velkém počtu typu prostředí a typů her by je ale nebylo moţné jednoznačným způsobem 
prezentovat vhodnými ikonami nebo obrázky, proto při nastavování těchto atributů zbývá vyuţít 
moţnosti textové specifikace. Konfigurace takového parametru by byla moţná opět formulářovým 
hromadným výběrem. Uplatnění by v této situaci našel tzv. autocomplete neboli našeptávač – obrázek 
4-13. Jedná se o textové pole (tzv. input), který při psaní na klávesnici uţivateli nabízí relevantní 
mnoţinu dat, jeţ odpovídá prozatím vepsanému textu. Zdrojem takových dat můţe být lokální 
javascriptové pole, data v externím souboru nebo skript, který se je vybírá přímo z databáze. V mém 
řešení vyhledávacího filtru se bude jednat o jedinou komponentu vyuţívající klávesnici. 
 
Obrázek 4-13: Konfigurace parametru typu aktivity 
4.5.3 Nutnost více různých filtrů  
Další záleţitostí, která se při návrhu uţivatelského rozhraní modulu tréninku musí řešit je, jakým 
způsobem uţivateli umoţnit více různých vyhledávání se zachováním výsledků předchozích 
vyhledávacích procesů. To znamená, jak by uţivatel mohl změnit nastavení parametrů, provést nové 
filtrování aktivit a přitom by seznam předchozích výsledků vyhledávání zůstal nezměněn. Výsledkem 
takové úvahy můţe být: 
 
 více samostatných vyhledávacích filtrů, 
 více jednotlivých seznamů filtrovaných aktivit. 
 
Pokud se zaměříme na první řádek s více samostatnými vyhledávacími filtry, můţeme 
uvaţovat ve dvou rovinách. Tou první je, ţe při inicializaci aplikace bude na obrazovce umístěn 
standardně pouze jeden vyhledávací filtr a v případě poţadavku na zachování předchozích výsledků 
s v aplikaci vytvoří filtr nový. Tento způsob je ovšem značně nepraktický z hlediska ergonomie, 
designu a ucelenosti.  Na druhou stranu nabízí pohodlné řešení takového problému. Druhá rovina 
uvaţování dále rozvíjí tu první. Vytvoření nového filtru představuje vhodnou reakci na poţadavek 
více filtrů. Ovšem místo umístění nového filtru na samostatné místo obrazovky můţeme tento umístit 




Obrázek 4-14: Moţnosti více vyhledávacích filtrů v aplikaci 
Tímto byla popsána jedna eventualita, jak rozřešit potřebu zachovat výsledky předcházejících 
vyhledávacích cyklů novou komponentou filtru. Tou druhou je, jak bylo řečeno dříve, více 
jednotlivých seznamů filtrovaných aktivit a je zobrazena na obrázku 4-15. Pokud bychom měli 
potřebu zachovat výsledek vyhledávání a chtěli seznam nový, vyuţitím konceptu záloţek by toho šlo 
dosáhnout. Tímto bychom ovšem po nastavení parametrů pro filtrování ztratili nastavení parametrů 
předcházejícího vyhledávaní, tedy toho, které jsme měli v úmyslu uchovat. Toto řešení ale není příliš 
praktické. 
 
Obrázek 4-15: Moţnost seznamu vyhledaných dat v záloţkách 
Tento obrázek popisuje situaci, kdy jsou výsledky vyhledávání – seznamy umístěny 
v záloţkách a lze mezi jednotlivými záloţkami přepínat nebo vloţit záloţku novou (levá část 
komponenty). Vyhledávací filtr a jeho nastavitelné ovládací prvky jsou ale fyzicky přítomny pouze 
jednou – pravá část komponenty. To znamená, ţe všechny seznamy v záloţkách mají společný 
vyhledávací filtr. Pro kaţdé nové vyhledávání by byly ovládací prvky filtru přenastavovány, coţ by 
samozřejmě vedlo ke sníţení efektivity a zhoršení práce při vyhledávání. 
4.6 Whiteboard 
Whiteboard bude koncipována jako jednoduchá pracovní plocha, která bude slouţit hlavně k:  
 
 odkládání a uschování potenciálně později pouţitelných aktivit,  
 vytváření jednoduchých textových poznámek, 


















dva filtry v záložkách - 
nulový úbytek prostoru  
dva filtry v GUI - 
ztráta prostoru 
+ Samostatný filtr při 
inicializaci stránky 
+ 
Nový filtr vložený 











Plocha bude slouţit k odkládání aktivit, které si uţivatel při práci můţe uloţit pro pozdější 
vyuţití. Uţivatel se při tvorbě denního programu můţe rozhodovat mezi eventualitou více podobných 
aktivit. Bude se například rozhodovat mezi vyuţitím tří aktivit, ale přitom bude potřebovat jen 
aktivity dvě. V tomto momentu můţe třetí aktivitu, u níţ ještě zcela neví, zda vyuţije, umístit na 
pracovní plochu. Pokud v budoucnu změní názor na tento výběr, bude mít třetí odloţenou aktivitu po 
ruce a nebude ji muset sloţitě vyhledávat pomocí filtru. K takovým odloţeným aktivitám si můţe 
uloţit jednoduché textové poznámky, které by měli být barevně odlišitelné. Poznámky mohou slouţit 
i pro jiné účely. Uţivateli by se mohla také hodit moţnost jednoduchého kreslení pomocí nástroje 
pera, vytváření jednoduchých geometrických tvarů nebo vkládání obrázků a dokumentů viz obrázek 
4-16. 
Pracovní plocha nebo její část by mohla být sdílena mezi více přihlášenými uţivateli. To 
znamená, ţe její aktuální obsah by byl prezentován více uţivatelům v reálném čase. 
 
 
Obrázek 4-16: Vizualizace komponenty whiteboard 
4.7 Finální úpravy návrhu komponent 
Vizualizace celého modulu se v závěru drobně odchyluje od myšlenek, které byly popisovány 
v kapitole zabývající se problematikou návrhu této aplikace. Důvodů je hned několik: 
 
 průběţné změny v poţadavcích na aplikaci; 
 zjištění, ţe některé návrhy by byly obtíţně realizovatelné; 
 zjištění, ţe některé návrhy by byly málo uţivatelsky přívětivé; 
 přeskupení prvků za účelem ještě větší intuitivnosti. 
 
S postupným vývojem aplikace přicházely nové myšlenky týkající se jak funkcionality 
jednotlivých část, tak jejich rozmístění. Tato podkapitola informuje, jaké změny v návrhu vznikaly, 
co k nim vedlo, jaký budou mít dopad na konečnou vizualizaci aplikace a jak budou v konečném 
závěru komponenty vypadat. Na obrázku 4-17 je nastíněn konečný design a rozmístění jednotlivých 







 panel s tlačítky 
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Obrázek 4-17: Konečný návrh aplikace 
4.7.1 Informační panel 
Informační panel byl ořezán aţ na box zobrazující informace o tréninku, zbylé dvě části byly 
přemístěny. 
Návrh způsobu zobrazení detailů o aktivitě, bloku nebo programu byl přetransformován na 
ideu jednoduchého modálního okna umístěného v těsné blízkosti vybranému elementu. Pokud bude 
vybrána aktivita z výsledku vyhledávání, informace o ní by se zobrazila v prostřední části panelu, coţ 
je poměrně daleko od vybraného prvku. Specifikována byla následující alternativa. Průvodní detailní 
informace o elementu by se mohly vykreslovat při kliknutí nebo najetí myší nad daný prvek v bublině 
nebo jednoduchém tzv.dialogu knihovny jQuery. Příklad ukazuje následující obrázek 4-18. 
 
  
Obrázek 4-18: Alternativa zobrazení detailů prvku ke střední části panelu informací 
Se záměrem uspořit místo na webové stránce s aplikací byl přesunut i spodní díl informačního 
panelu s komentáři. Důvodem byl další pozdější vývoj komponenty whiteboard, kde se vyloţeně 





Physical demand: 7 
Psychic demand : 2 
Risk: 5 
Time: 45-60 min 
Players: 10-35 
Type: komunikace 





Výsledky vyhledání 1 Výsledky vyhledání 2 Výsledky vyhledání 3 
Whiteboard 
Dialogové okno nastavení filtru 
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Tyto změny by měly vést ke zlepšení struktury umístění komponent na webové stránce oproti 
původnímu návrhu a ke zpřehlednění poskytování informací uţivateli. 
 
 
Obrázek 4-19: Přemístění panelu s komentáři do whiteboard 
4.7.2 Program 
Komponenta Program nedosáhla ţádných výrazných změn z pohledu funkcionality, její prvotní návrh 
je zcela dostačující a funkčně dobře provedený. Jedinou změnou této části aplikace je tak je umístění 
a velikost. Získáním nového prostoru při úpravách informačního panelu bylo nasnadě do něj 
zabudovat tvorbu denního programu. Toto rozestavění je znázorněno na obrázku 4-17 s konečným 
návrhem aplikace. 
4.7.3 Vyhledávací filtr 
Při potřebě více vyhledávacích filtrů v aplikaci jsme nalezli nové a z hlediska prostoru a přehlednosti 
nejoptimálnější řešení. To představuje následující definice.  
V prvotním návrhu byly na stránce implicitně zobrazeny dvě části vyhledávacího filtru: seznam 
s výsledky vyhledávaní a část pro nastavení parametrů vyhledávání tohoto filtru. Nyní budou ale 
uţivateli standardně zobrazeny pouze seznamy výsledků vyhledávání. Tyto seznamy budou ve své 
hlavičce obsahovat ikonu, teprve aţ po kliknutí myší na tuto ikonu bude zobrazena část 
vyhledávacího filtru s ovládacími prvky a poli výběru. Tato část filtru bude zobrazena v tzv. 
modálním dialogovém okně knihovny jQuery, jak ukazuje obrázek 4-20.  
Tímto scénářem dosáhneme uvolnění značného místa na stránce s aplikací, kam tak lze 
umístit více seznamů výsledků vyhledávání. Počet těchto seznamů bude buď stanoven pevně, nebo je 
moţné zařídit, aby uţivatel počet takových seznamů s výsledky mohl dynamicky měnit. Je 
samozřejmostí, ţe kaţdá jednotka seznamu vyhledání vyvolá své unikátní dialogové okno s 
nastavením vyhledávacího filtru, aby si uţivatel jednotlivé hodnoty atributů konfigurace filtru mezi 





Panel s tlačítky 
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Obrázek 4-20: Vyhledávací filtr jako dialogové okno 
Do databázové tabulky aktivit byly doplněny další sloupce, které jsou pracovně označeny jako 
měkké atributy. Ty jsou zaměřeny na lidské vlastnosti a dovednosti, kterým korespondují jednotlivé 
části lidského těla. Nastavení atributů vyhledávání aktivit bude tedy rozděleno na dvě části, na 
nastavování tvrdých atributů, to jsou ty, které byly specifikovány dříve, a nastavování měkkých 
atributů. Rozmístění těchto dvou mnoţin atributů ve vyhledávacím filtru je na obrázku 4-21. 
 
 tvrdé atributy; 
o fyzická náročnost; 
o psychická náročnost; 
o časová náročnost; 
o risk; 
o počet hráčů; 
o věk hráčů; 
o prostředí aktivity; 
o typ aktivity; 
 měkké atributy; 
o zraková paměť (oko); 
o sluchové dovednosti (ucho); 
o komunikační dovednosti (pusa); 
o Sebeúcta, sebevědomí (hruď); 
o emoce (srdce); 
o spolupráce (dlaň); 
o grafomotorika (prsty); 
o sila, obratnost (noha); 
o kreativita a hledání souvislostí (pravá část hlavy); 




    seznam 
 
 
    seznam 
 
 
      seznam 








Obrázek 4-21: Uspořádání parametrů vyhledávacího filtrů 
4.7.4 Whiteboard 
V průběhu času byl kladen stále větší důraz na funkcionalitu a vyuţití pracovní plochy. Z jednoduché 
komponenty se tak postupně stala jedna z nejvýznamnějších částí celé aplikace, na níţ byly 
nabalovány stále nové funkce. Těmi nejvýznamnějšími jsou: 
 
 ukládání konfigurace jednotlivých filtrů pro pozdější uplatnění, 
 archivace různých dokumentů, fotografií, obrázků a multimediálních souborů, 
 komentáře – chat, 
 
Jednou z dalších otázek vzešlých z pozdějšího zamyšlení nad funkčností aplikace bylo, jak 
uţivateli nabídnout nastavení vyhledávacích filtrů. Zde se ke slovu dostala opět pracovní plocha. 
Nastavení jakéhokoli vyhledávacího filtru by bylo dobré uloţit na whiteboard a zařídit jeho moţné 
pozdější vyuţití. Moţný pohyb aktivit a uloţení nastavení filtrů na pracovní plochu znázorňuje 
následující obrázek.  
 
 
Obrázek 4-22: Pohyb aktivity a uloţení filtru v aplikaci 
Prostřednictvím pracovní plochy bude umoţněno nahrávání souborů a dokumentů různých typů 
na server metodou drag&drop. Taková metoda nahrávání souborů má své výhody. Uţivatel se nemusí 
























webového prohlíţeče, která jsou známa z běţných formulářových elementů pro nahrávání souboru a 
můţe vloţit jeden nebo i více souborů najednou. Jedná se o moderní vysoce interaktivní způsob, který 
připomíná práci jako s desktopovou aplikací, kde je takové přetahování a kopírování souborů, 
dokumentů zcela běţnou praxí. Protoţe whiteboard bude archivovat data a soubory různých formátů, 
lze o ní mluvit jako o jednoduchém úloţišti souborů. Princip pracovní plochy neboli whiteboard 
deklaruje obrázek 4-23. 
 
 
Obrázek 4-23: Pracovní plocha jako jednoduchý file storage 
Všemi těmito změnami, které zde byly popsány, jsme se snaţili vylepšit a doplnit prvotní 
myšlenky návrhu aplikace. Tato snaha vedla hlavně k uspoření místa v návrhu webové aplikace a 
umístění jednotlivých komponent tam, kde by je uţivatel cílové skupiny mohl intuitivně očekávat. 
V průběhu nových nápadů doznala největších změn pracovní plocha whiteboard, která postupem 
získávala na robustnosti jak s ohledem na mnoţství funkcí, tak na velikost její plochy v návrhu 
aplikace. Rozhodli jsme se uţivateli implicitně zobrazovat především více seznamů s výsledky 
vyhledávání a nastavení vyhledávacího filtru nechat skryto. Toto rozhodnutí plynulo z potřeby 
uţivateli nabídnout především výsledky vyhledávání se seznamy aktivit různých parametrů tak, aby je 






























Po nastudování problematiky, rozboru a návrhu celé aplikace a v neposlední řadě po zvolení 
vhodných programovacích technologií jsem mohl přistoupit k implementaci celé aplikace. Tato část 
dokumentu se zabývá popisem nejdůleţitějších komponent aplikace, budou zde rozebrány jednotlivé 
implementační celky a třídy, z kterých se skládají, popsána jejich funkčnost, vzájemná komunikace a 
návaznost a výsledný náhled. Implementace tedy navazuje na návrh aplikace popsaný v kapitole 3.  
Cílem není popisovat celý zdrojový kód, popisem se zabývají komentáře v implementaci a její 
vygenerovaná dokumentace, nýbrţ se zaměřit na jeho významné body a aspekty zachycující výsledné 
chování jednotlivých tříd, metod, elementů a ovládacích prvků. 
Celou tuto práci jsem vyvíjel v implementačním prostředí NetBeans doplněný o Nette 
Framework plugin. Při implementaci jsem výrazným způsobem čerpal informace z oficiálních stránek 
frameworku, z jeho dokumentace a rozsáhlého diskusního fóra.  
5.1 Rozvržení projektu 
Rozvrţení implementačních souborů aplikace, doplňků, komponent a jejich zběţný popis obsahuje 
právě tato část textu. Uvádím zde i přehled pouţitým jQuery pluginů.  
Zavedení aplikace 
Zaváděcí soubor celé aplikace se jmenuje bootstrap.php. Jeho úkolem je nastavit prostředí 
aplikace a spustit ji. Skládá z několika fází: 
 
 načtení tříd frameworku Nette; 
 nastavení prostředí – nastavení ladění aplikace a přístupu k databázi; 
 konfigurace aplikace – odchytávání výjimek, vlastní error hlášky atd.; 
 nastavení routů aplikace – generování URL adres; 
 funkce pro přidání rozšíření; 
 spuštění aplikace. 
Presentery aplikace 
 Administrace tréninků a aktivit. Jedná se o jakousi domovskou stránku aplikace, která 
ovšem při reálném nasazení aplikace do předpokládaného systému nebude existovat nebo 
bude mít jinou podobu - HomepagePresenter.php 
 Jádro aplikace., které obsahuje továrničky všech vytvořených komponent, signál pro 
nahrávání souborů, formulář pro generování PDF verze tréninku a akci show, v jejíţ 
šabloně jsou vykreslovány všechny komponenty - FiltrlistPresenter.php. 
 Přihlašování uţivatelů zajišťuje - SignPresenter.php. 
 Zobrazování chybových stránek - ErrorPresenter.php. 
 Základní presenter, ze kterého mohou dědit ostatní presentery -  BasePresenter.php. 
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Šablony aplikace 
 Základní layout všech šablon, jenţ obsahuje všechny ty prvky, které se procházením napříč 
celým webem nemění - @layout.phmtl.  
 Šablona FiltrlistPresenteru, obsahuje vykreslení všech komponent - show.phtml. 
 Šablona HomepagePresenteru, představuje stránku administrace - default.phml. 
 Šablona SignPresenteru, obsahuje přihlašovací formulář - in.phtml. 
 Šablona, ze které se renderuje PDF dokument tréninku - TrainingToPdf.phtml.     
Modely aplikace 
 Třída reprezentující záznam z databáze - Filtr.php. 
 Třída, která zajišťuje, ţe data vrácená SQL dotazem směřují zpět k presenteru ve formátu 
třídy Filtr nebo jako pole objektů Filtr - FiltrModel.php. 
 Třída s metodou authenticate() zajišťující autentizaci přihlašovaného uţivatele - 
UsersModel.php. 
Komponenty aplikace 
 Filtr – vyhledávací filtr aplikace. 
o FiltrVyhledani.php 
o FiltrVyhledani.phtml 
 Infomodal – dialogová okna pro zobrazení informací o aktivitě, či uloţeném filtru. 
o InfoModal.php 
o InfoModal.phtml 
 Infopanel – panel obsahující informace o daném tréninku. 
o InfoPanel.php 
o InfoPanel.ptml 
 Program – blok s denním harmonogramem. 
o Program.php 
o Program.phtml 
 Trash – komponenta představující klasický koš z běţných operačních systémů. 
o Trash.php 
o Trash.phtml 
 Whiteboard – pracovní plocha aplikace. 
o Whiteboard.php 
o Whiteboard.phtml 
Rozšíření formulářových prvků aplikace 
 Zobrazení rozšíření v podobě jQuery kalendáře doplněného o posuvníky pro nastavení času 
příslušnému textovému HTML prvku input. Pomocí tohoto rozšíření lze rychle a jednoduše 
nastavit nejen datum, ale i čas v hodinách a minutách – Datetimepicker.php.  
 Rozšíření klasického textový HTML element input o jQuery postníky - Slider.php. 
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Nette doplňky v aplikaci 
 Oficiální Nette Framework doplněk umoţňující pomocí několika řádků vyrenderovat 
šablonu do PDF dokumentu – PdfResponse.  
Použité jQuery paginy 
 Řešení ajaxu pro Nette pomocí jQuery - jquery.nette.js, ajax_spinner.js. 
 JavaScriptový soubor pro klientskou část rozšíření DateTimePicker.php - 
timepicker-cs.js. 
 Zobrazení hodin na panelu tlačítek whiteboard - jclock.js 
 Převod standartních HTML značek do mediálního obsahu. Umoţňuje tak vloţit libovolný 
typ multimediálního souboru a jeho otevření na webové stránce. Plugin převádí prvek <a> 
na <div> s obsahem typu embed nebo iframe - jquery.media.js. 
 Realizace jednoduchého malování prostřednictvím HTML5 elementu canvas - 
jquery.drawbox.js. 
 Pluginy potřebné pro realizaci nahrávání souborů na server metodou drag&drop - 
jquery.dnd-file-upload.js, jquery.client.js, utils.js. 
 Převod běţného formulářového prvku multiselect do formy našeptávače (autocomplete) - 
jquery.select.js. 
 Převod běţného formulářového prvku multiselect do interaktivnější podoby - 
ui.multiselect.js. 
5.2 Důležité Nette pojmy 
V této části povaţuji za vhodné vysvětlit Nette pojmy, které byly pouţity při realizaci této aplikace. 
5.2.1 Presenter 
I kdyţ byla podstata presenteru popsána dříve, rád bych se na něj ještě zaměřil. Presenter reaguje na 
události pocházející od uţivatele a zajišťuje změny v modelu nebo v pohledu.  
Ţivotní cyklus presenteru je rozdělen do několika částí představovaných voláním volitelně 
existujících metod. Jde o action{Action}, handle{Signal} a render{View}. Kaţdá metoda 
se hodí na něco jiného. Ty, které mají společné znaky, řadíme do společných fází ţivotního cyklu 
[26]. 
 
Charakteristika fází [26]: 
 výkonná (execution); 
 změny vnitřních stavů (interaction); 
 vykreslovací (rendering); 
 ukončení činnosti (shutdown). 
Následující obrázek 5-1 ilustruje, jak jsou postupně vykonávány metody presenteru v jeho 
ţivotním cyklu a do jaké fáze tyto metody začleňujeme: 
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 bílé – metody společné pro všechny akce / pohledy; 
 hnědé – metody pro konkrétní pohled; 
 modrá – metoda, která má na starosti zpracování konkrétního signálu. 
  
Obrázek 5-1: Ţivotní cyklus presenteru, převzato z [26] 
5.2.2 Komponenta 
Jádrem aplikací v Nette jsou komponenty. Kaţdá webová stránka se skládá z dílčích objektů, 
z menších částí. Těmi mohou být menu, anketa, výpis z databáze v podobě tabulky a podobně. Nette 
rozlišuje vykreslitelné a nevykreslitelné komponety.  
Příkladem nevykreslitelné komponenty je formulář. Ten se vytváří pomocí tzv. továrničky. 
Následující ukázka vytvoří formulář pro přihlašování uţivatelů. Obsahuje validační pravidla a 
definici povinných údajů. 
 
    protected function createComponentSignInForm() { 
        $form = new AppForm; 
        $form->addProtection(); 
        $form->addText('username', 'Login:') 
                ->setRequired('Prosím, zadejte login.') 
                ->addRule($form::FILLED, 'Jméno musí být vyplněno'); 
        $form->addPassword('password', 'Heslo:') 
                ->setRequired('Prosím, zadejte heslo.') 
                ->addRule($form::FILLED, 'Heslo musí být vyplněno'); 
        $form->addSubmit('send', 'Odeslat'); 
        $form->onSubmit[] = callback($this, 'signInFormSubmitted'); 
        return $form; 








Výkonná část - execution 
Změny vnitřních stavů - 
interaction 







Ke kaţdému formuláři, který je odesílán, musí být přiřazena metoda, jeţ formulář zpracuje. 
Více dokumentace o formulářích Nette frameworku je na [49]. 
  
public function signInFormSubmitted($form) { 
        if ($form['send']->isSubmittedBy()) { 
            … 
   tělo metody 
   … 
        } 
} 
 
Vykreslitelné komponenty v Nette jsou všechny ty, které obsahují šablonu a jehoţ logiku a 
výslednou podobu určuje samotný vývojář. Taková komponenta tedy obvykle zobrazuje data a 
reaguje na poţadavky uţivatele. Kaţdá komponenta musí mít svůj vlastní unikátní název [27]. 
Vytvořenou komponentu je nutné přiřadit do stromu komponent, k tomuto účelu slouţí tzv. 
továrničky. U kaţdé vykreslitelné komponenty se o přiřazení její šablony a vykreslení stará metoda 
render().  
 
    public function render() { 
        //Připojení šablony 
        $template = $this->createTemplate() 
                        ->setFile(dirname(__FILE__) . "/Sablona.phtml"); 
        $template->render(); 
    } 
5.2.3 Továrnička 
Přiřazení komponenty se do stromu komponent provádí pomocí tzv. továrniček. Jedná se o 
protected metody, které splňují následující: 
 
 jsou umístěny v rodiči naší komponenty, 
 název metody začíná na createComponent. 
 
Továrnička na komponenty je elegantní způsob jak komponenty vytvářet způsobem, aţ je jich 
doopravdy potřeba. Tyto metody připojují komponentu k presenteru. Díky továrničkám se 
komponenty stávají lépe znovupouţitelnými, lze je pouţít vícekrát na stránce, kdy stačí pouze změnit 
její jméno.  
5.2.4 Jak se tvoří vykreslitelná komponenta 
Vykreslitelná komponenta se v Nette skládá ze dvou částí – z šablony (soubor .phtml – klientská část) 
a vlastního logického souboru komponenty (soubor .php – serverová část). Abychom danou 
komponentu mohli pouţívat, musíme ji zařadit do stromu komponent. K tomu slouţí výše zmíněná 
továrnička. Vysvětlení provedu na komponentě Program umístěné v app/componnets/program.   
Tuto komponentu přiřadíme do stromu komponent v jejím rodiči, v souboru 





* Továrnička pro vytvoření komponenty Program 
 * @param string $name 
 * @return Program control 
 */ 
 protected function createComponentProgram($name) { 
       //Použijeme výše uvedenou komponentu 
        $program = new Program($this, $name); 
        $program->id_tr = $this->id_tr; 
        return $program; 
 } 
 
Nyní je komponenta připravena k pouţití. Továrničku můţeme vloţit do šablony rodiče 
pomocí jednoho řádku kódu. V tomto případě se šablona presenteru FiltrlistPresenter jmenuje 
show.phtml a nachází se v app/templates/Filtrlist, právě tato šablona obsahuje všechny 




Tímto způsobem jsou vytvářeny všechny vykreslitelné komponenty aplikace, tedy 
FiltrVyhledavani, InfoModal, InfoPanel, Program, Trash a Whiteboard. Popis tohoto 
postupu je dále uveden na [27]. 
5.2.5 Makra, helpery 
Makra jsou speciální značky, které v tomto frameworku v šablonách usnadňují její zápis, umoţnují 
pracovat s bloky a podporují kontextově sensitivní escapování. Například makro {plink} slouţí pro 
generování odkazu na akci presenteru nebo na signál, lze vyuţít podmínky {if}{else}{/if}, 
cyklus {foraech}{/foreach} a mnoho dalších. 
Přehled standartních helperů je uveden na [50]. Helpery jsou jakési pomocné funkce 




Signál (aneb subrequest) je komunikace se serverem pod prahem normálního pohledu, tedy akce, 
které se dějí, aniţ by se změnil pohled. Pouţívají se, chceme-li v naší aplikaci změnit stav, aniţ 
bychom ztratili aktuální parametry. Signály jsou velmi silné zejména v kombinaci s AJAXem 
(snippety), kdy pod prahem pohledu změníme stav objektu, překreslíme jen část šablony, jenţ se váţe 
ke stavu tohoto objektu a uţivateli tak nabídneme provedení určité akce bez znovunačtení stránky. 
Důleţité je uvědomit si, ţe signály se váţou pouze na aktuální presenter a pohled. Odlišení běţného 
odkazu od signálu je zajištěno vykřičníkem na konci jeho názvu [26]. 
 
Generování signálu v javascriptu šablony: 
 
 $.getJSON({link jménoSignálu!}, {parametry}); 
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Generování odkazu v šabloně: 
 
{link Presenter:akce, (parametry)}; 
 
Signálu musí odpovídat metoda komponenty, která signál zpracuje, název takové metody musí 
být vţdy ve tvaru handleJménoSignálu(). 
5.3 Popis realizace klíčových částí  
V této podkapitole se zabývám implementací význačných bodů aplikace, jakými jsou například 
komponenty, jejím popisem a náhledem význačných rysů zdrojového kódu. 
5.3.1 Inicializace stránky 
Při inicializaci stránky jednotlivé komponenty v metodě render() provádí přístup k databázi, na 
jehoţ základě je zjišťováno, zda v rámci daného tréninku obsahují určité elementy a objekty. Jediným 
parametrem dotazu je číslo tréninku, které zastupuje jeho ID řádku v databázi. 
 
$template->bloky = $this->model->find_Bloks_InTraining($this->id_tr); 
 
Pokud jsou nalezena data, pak jsou příslušným způsobem tato data vykreslena v šablonách 
komponent. Do stránky jsou tyto prvky vkládány javascriptem, je totiţ potřeba, aby prvky, které mají 
být dynamické, prošly jQuery konstruktorem a mohlo s nimi být dále manipulováno. K procházení 
načtených dat slouţí cyklus foreach.  
 
    {foreach (array) $bloky as $blok} 
        $("#tabs-{!$blok->beh}-{!$blok->orig_div}").append("…"); 
  {/foreach} 
   
 Takovým způsobem jsou při inicializaci stránky načtena a do šablony umísťována všechna 
potřebná data. 
5.3.2 Aktualizace databáze 
Po jakékoli změně pozice objektů nebo jiné důleţité události, jakými mohou být přetahování aktivit, 
přemístění elementu do koše a podobně, se aktualizují příslušné údaje v databázi. Tímto je dosaţeno 
ať uţ při případném vypnutí aplikace, obnovení stránky nebo pozdějšímu návratu uţivatele k aplikaci 
její zobrazení přesně v takovém stavu, v jakém ji uţivatel zanechal. Drtivá většina těchto změn je 
prováděna prostřednictvím signálů v kombinaci s AJAXem. Aplikace se tak navenek chová jako 
běţný desktopový program. Veškeré informace o změnách jsou uţivateli sdělovány pomoci tzv. flash 
zpráviček. Jedná se o zprávy, které informují o výsledku operace a uţivateli se zobrazí aţ po 
přesměrování. 
 
Inicializace signálu v javascriptu šablony: 
 
$.getJSON({link updateBlok!}, data); 
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Zpracování signálu komponenty: 
 
public function handleUpdateBlok() { 
  … 
  získání parametrů 
  … 
  přístup k databázi 
… 
překreslení komponenty, její části nebo flash zpráviček 
} 
 
Komponenta se můţe překreslovat celá nebo jen její části ohraničené značkami {snippet 
název}{/snippet}. Ty zajišťují, ţe se mezi nimi vykreslený blok vystřihne a předá AJAXovému 
ovladači. Po zpracování formulářem odeslaných parametrů a vrácení výsledku dotazu nad databází se 
invaliduje (obnovuje) pouze daná část webové stránky. 
 
$this->invalidateControl(name);   
 
SQL dotaz aktualizace řádku databázové tabulky: 
 
public function updateBlok(Filtr $blok2) { 
return dibi::query("UPDATE [blok] SET ", (array) $blok2, " 
WHERE [id]=%i", $this->id); 
} 
5.3.3 Komponenta Vyhledávací filtr 
Vyhledávací filtr – FiltrVyhledani.php je jednou z nejdůleţitějších komponent. Tato třída 
uţivateli zobrazuje vlastní vyhledávací filtr s ovládacími prvky pro realizaci nastavení parametrů 
vyhledávání. Po odeslání parametrů filtru je zpracuje, odešle data modelu s databázovou vrstvou dibi. 
Po získání dat z SQL dotazu komponenta tato data zpracuje a předá je zpět své šabloně.  Umístěna je 
v adresáři app/components/filtr, jedná se o vykreslitelnou komponentu, proto je její součástí 
šablona (pohled) FiltrVyhledani.phtml.  
Celá tato komponenta je koncipována jako rozsáhlý Nette formulář, jeho továrnička se jmenuje 
createComponentFiltrForm(). Obsahuje dva typy formulářových prvků. Tím prvním je textový 
input a druhým multiselect.  
Běţný textový input je rozšířen o jQuery widget slider, to znamená, ţe ke kaţdému takto 
rozšířenému input elementu je přiřazen odpovídající jQuery posuvník. Toto rozšíření zabezpečuje 
třída Slider umístěna v extensions/Slider.php. Kaţdý slider má dva posuvníky, to proto, aby 
měl uţivatel, který s tímto vyhledávacím filtrem pracuje, moţnost zadávat rozsah hodnot atributů ve 
formátu:  
 
minimální hodnota atributu – maximální hodnota atributu (např. 5-8) 
 
Tímto způsobem není uţivatel omezován nastavováním pouze jedné konkrétní pevné hodnoty 
atributu aktivity. Pokud nebude s posuvníkem manipulováno, zůstane li hodnota jeho input elementu 
0-0, pak se tento atribut nebere v potaz a v databázi se podle něj nevyhledává. Je totiţ ţádoucí, aby si 
uţivatel mohl samostatně vybrat atributy, dle kterých bude proveden dotaz na databázi. 
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Formulářové prvky typu multiselect zabezpečují zadávání atributů typu aktivity a jejího 
prostředí. V Nette formuláři se při inicializaci stránky vloţí do elementů multiselect všechny typy 
aktivit, respektive typy prostředí, které tabulka aktivit obsahuje. V tomto kroku se multiselect chová 
jako klasický formulářový prvek. Jeho výsledná podoba vzniká aţ na straně klienta prostřednictvím 
jQuery pluginů: 
 
$("#id_prvku").select();  plugin jquery.select.js  
$("#id_prvku").multiselect(); plugin ui.multiselect.js  
 
Vyplněný a odeslaný formulář (filtr) je AJAXově zpracováván metodou 
processFiltrForm(). Výsledky vyhledávání se aktualizují v příslušném bloku na stránce.  
Po odeslání nastavení vyhledávacího filtru se v příslušném místě zobrazí nalezené aktivity. 
Pohyb aktivity, respektive pohyb jejího klonu provádí následující kód. Ten říká, ţe u všech aktivit, 
které mají třídu draggable bude vytvořen klon, se kterým se bude moci pohybovat. Všechny 
aktivity jsou propojeny s html seznamem <ul class=’sortable’></ul>, které jsou obsaţeny v 
kaţdém bloku programu. 
                 
$( ".draggable" ).draggable({ 
      connectToSortable: "ul.sortable", 
        helper: "clone", 
        revert: "invalid", 
        zIndex: 10 
}); 
 
Tímto je dosaţeno toho, ţe uţivatel můţe vloţit do bloku aktivitu, aniţ by ji vyjmul z výsledků 
vyhledání. Aktivita tak můţe být pouţita dále u jiného bloku nebo přesunuta na pracovní plochu 
whiteboard. Přesun na whiteboard je ale realizován jinou funkcí, plocha totiţ neobsahuje ţádný html 
seznam <ul></ul>. Důvodem je umoţnit s aktivitou pohybovat po celé její ploše. Whiteboard 




  accept:'.save-filter, .draggable' 
}) 
5.3.4 Komponenta Program 
Komponenta Program slouţí k sestavování denního harmonogramu za pomoci bloků, a to 
přesouváním vyhledaných aktivit ze seznamů do těchto objektů. Zdrojové soubory leţí v adresáři 
app/components/program.  
V programu jsou vyuţity silné vlastnosti interakce javascriptové knihovny jQuery 
draggable, resizable, sortable. Celý program je vytvořen z jQuery widgetu nazvaného 
Tabs. 
Při dvojkliku myší na časovou osu programu se do něj dynamicky vloţí nový blok. K těmto 
účelům jsou v jQuery vyhrazeny metody nazvané jako DOM (Document Object Model) Insertion, 
Inside. Při události dvojkliknutí do programu je odeslán signál, jehoţ úlohou je vytvořit nový řádek 
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v databázové tabulce Blok a vrátit jeho unikátní číslo (id). Pokud je řádek v tabulce úspěšně vytvořen, 
pak se můţe vykreslit tento nový blok. 
Defaultně je jeho časový rozsah nastaven na 60 minut, ovšem díky javascriptovým funkcím 
make_draggable(), make_resizable() a make_sortable()uvnitř šablony této 
komponenty lze s blokem libovolně manipulovat.  
Funkce make_draggable()zajišťuje, aby bylo s vytvořeným blokem moţno pohybovat jak 
ve vertikálním, tak v horizontálním směru. Svislý pohyb představuje změnu časových údajů bloku, 
skoky svislého pohybu jsou v půlhodinových intervalech. Vodorovný pohyb bloku je implementován 
proto, aby bylo moţno v případě potřeby vedle sebe umístit více různých bloků. Při pohybu stejně 
jako při změně jeho délky je důleţité, aby se v hlavičce tohoto bloku měnily jeho časové údaje.  
Z vytvořeného programu – denního harmonogramu s bloky a aktivitami je moţno vygenerovat 
přehledný PDF dokument. Po jeho vytvoření se dokument vloţí na pracovní plochu a zároveň se 
nabídne uţivateli ke staţení na lokální jednotku. Toto zajišťuje Nette doplněk nazvaný PdfResponse, 
který dokáţe vyrenderovat zadanou šablonu do PDF. Tento dokument by měl obsahovat veškeré 
informace vztahující se k danému tréninku. 
5.3.5 Komponenta Whiteboard 
Whiteboard je nejrozsáhlejší komponentou aplikace. Původně byla plocha zamýšlena jen jako 
pomocný prvek, ovšem postupem času se stále novými nápady nabývala na robustnosti. Její soubory 
se nacházejí v adresáři app/components/whiteboard. Pracovní plocha umoţňuje:  
 
 pohybovat s objekty umístěnými na ploše; 
 vkládat jednoduché poznámky; 
 uploadovat obrázky, videa a jiné dokumenty; 
 jednoduché malování; 
 uspořádání prvků do mříţky; 
 přesouvat objekty plochy do koše – samostatná komponenta;  
 vybírat více objektů plochy a pohybovat s nimi nebo tyto vybrané objekty smazat klávesou 
delete; 
 přesunutí libovolné aktivity ze seznamu vyhledání na plochu; 
 uloţení nastavení libovolného filtru; 
 informace o aplikaci. 
 
Nahrávání souborů 
Myšlenka nahrávání souborů byla přetahovat soubory z lokálních adresářů na pracovní plochu 
aplikace, tedy tzv. metodou  drag&drop. Velkou nevýhodou je ovšem nejednotná podpora webových 
prohlíţečů k tomuto způsobu nahrávání souborů. Existuje hned několik způsobů implementace této 
metody, ale ţádná z nich není podporována všemi prohlíţeči. Například internetový prohlíţeč Opera 
obsahuje ţádnou podporu pro nahrávání souborů přetaţením do těla webové stránky nebo jejího 
odpovídajícího bloku. Všechny tyto dosavadní implementace jsou realizovány novými funkcemi 
HTML5 v kombinaci s javascriptem.  
Myslím, ţe se vzrůstajícím počtem takovýchto interaktivních aplikací by byla podpora 
nahrávání souborů metodou drag&drop napříč většinou prohlíţečů velmi vhodná.  
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Pro drag&drop vícenásobné nahrávání souborů na server je v této aplikaci pouţit jQuery plugin 
dnd-file-upload s domovskou stránkou [51]. Tento plugin je podporován prohlíţeči: 
 Firefox 3.6  
 Safari 4  
 Chrome 5  
 Chromium 4  
Plugin obsahuje podpůrné funkce, které jsou volány v určitých fázích uploadu souboru: 
 začátek uploadu 
$.fn.dropzone.uploadStarted = function(fileIndex,file) {} 
 ukončení uploadu 
$.fn.dropzone.uploadFinished = function(fileIndex,file,duration) {} 
 průběh uploadu 
$.fn.dropzone.fileUploadProgressUpdated = function(fileIndex,file, 
newProgress) {} 
 přenosová rychlost 
$.fn.dropzone.fileUploadSpeedUpdated = function(fileIndex,file, 
KBperSecond) {} 
 typy akceptovaných souborů 
$.fn.dropzone.filterFiles = function(event,files) {} 
 
Odkaz na vlastní PHP metodu pro nahrávání přetaţených souborů je uvedena v této části. 
 
$("#dropzone").dropzone({ 
        url: {$presenter->link ('upload!')} 
    }); 
 
Jak vidíme, nahrávání souborů je zajištěno signálem upload s metodou handleUpload() 
presenteru FiltrlistPresenter. Všechny přenesené soubory se ukládají na server do adresářů 
upload/číslo_tréninku a do databáze se ukládá nový řádek s informacemi o souboru včetně 
jeho cesty. Při kaţdém vytvoření nového tréninku se na serveru v adresáři upload vytvoří adresář 
nový, nesoucí číslo tohoto tréninku. Označení těchto adresářů odpovídá jednoznačným 
identifikátorům (ID) řádků tabulky Training v databázi. 
Typy akceptovaných souborů jsou definovány jak na straně klienta, tak kontrolovány na straně 
serveru. Kontrola na straně serveru je důleţitá z hlediska chybně nastavených koncovek souborů nebo 
akce potenciálního útočníka. Povoleny jsou soubory wmv, mpeg, mov, avi, mp4, rtf, rar, pptx, ppt, 
zip, txt, odt, xlsx, xls, xml, doc, docx, pdf, gif, png, bmp, jpg, jpeg. Ke kontrole koncovek je vyuţita 
php direktiva pathinfo(). Před samotným nahráváním se zjišťuje, zda se jedná o dokument nebo 
obrázek. V případě, ţe je nahrán obrázek, je pro jeho zpracování vyuţita Nette\Image. Ta je určena 
pro základní manipulaci s obrázky. Zjednodušuje nejčastější úkony, které jsou s obrázky prováděny 
jako změna velikosti, ořezání, uloţení, rotace, doostření nebo odeslání do prohlíţeče. Pokud jsou 
velikosti obrázku větší neţ 800x600, pak jsou proporciálně změněny jeho výška a šířka tak, aby tyto 





$image = Image::fromString(file_get_contents("php://input") 
$w = $image->getWidth(); 
$h = $image->getHeight(); 
if ($w > 800 || $h > 600) { 
$image->resize(800, 600); 
} 
$image->save(path, 80, Image::JPEG); 
 
Po úspěšném uploadu je volán jiný signál {link refreshWb!}, jehoţ úkolem není nic jiného 
neţ překreslení-invalidace pracovní plochy, aby byly viditelné nově přiřazené soubory. 
 
Uspořádání do mřížky 
jQuery animacemi a efekty se zabývá celá řad projektů a pluginů. Jde o velmi zajímavou a silnou 
alternativu za pouţití flashe na webových stránkách, k čemuţ přispívá i fakt, ţe fungují dobře skrze 
všechny podporované prohlíţeče. Efekty a animace jQuery jsou vhodné technologie pro zatraktivnění 
statické HTML a také elegantní způsob, jak vyřešit změnu obsahu částí stránky při pouţití AJAXu.  
Funkce animate() má kromě standardních parametrů určujících změnu cílové vlastnosti nebo 
pouţití transformační funkce také sadu options. V nich je moţné dále zasahovat do chování této 
animace: 
 durativ - délka trvání v milisekundách; 
 easing - linear/swing – aproximační funkce pro výpočet změny vlastností v čase; 
 complete - closure, která se má vykonat po ukončení animace;  
 step - closure, která se má vykonat v kaţdém kroku animace; 
 queue - true/false – definuje, zda má být animace zařazena do animační fronty elementu či 
nikoliv. 
Kromě efektů hide() a show() pro dynamické zobrazení či skrytí prvků DOM dokumentu 
jsou v aplikaci implementovány animace, které uspořádají všechny elementy na ploše whiteboard do 
mříţky, případně do jejího levého horního rohu. Animace jsou umístěny v událostech reagujících na 
stisknutí tlačítek panel plochy. 
$("#create-grid").button().live('click' ,function () {} 
$("#create-clear").button().live('click' ,function () {} 
5.3.6 Komponenta Koš 
Komponenta koš slouţí k odstraňování poloţek z pracovní plochy. Zdrojové soubory této 
komponenty jsou v app/components/thrash, princip fungování a přesouvání poloţek z/do koše je 
znázorněn na obrázku 5-2. 
  Ikoně koše, která je umístěna v pravém dolním rohu plochy, je inicializován plugin 
.droppable(), ten akceptuje všechny poloţky plochy. Proto je velmi snadné libovolnou poloţku 
uchopit a přesunout do koše stejně jako je tomu u běţných operačních systémů. Při akceptování 
poloţky je volán signál {link deleteElement!}, který v databázi změní hodnotu sloupce Thrash 
na „yes“. Ten slouţí jako příznak, jenţ ukazuje, zda je daný objekt umístěn v koši či nikoli. Při 
 62 
přesunu objektu do koše se tak objektu odpovídající řádek v databázi nesmaţe, nýbrţ je mu nastaven 
právě tento příznak a uţivateli je poskytnuta moţnost krok zpět, tedy obnovení vyhozeného elementu.   
Obsah koše je prezentován dialogových oknem, které je vyvoláno při kliknutí na ikonu koše. 
Pokud je toto dialogové okno otevřeno a zároveň jsou přesouvány poloţky z plochy do koše, je obsah 
koše dynamicky aktualizován. K tomu sloţí další signál {link viewTrash!}, který je volán právě, 
kdyţ je dialogové okno otevřeno. Do koše lze umístit také několik poloţek najednou. Pokud uţivatel 
označí více poloţek plochy, stiskne klávesu delete, pak jsou všechny tyto objekty dynamicky 
přemístěny do koše. 
Zpětně obnovit vyhozené poloţky jde dvěma způsoby. Uţivateli je nabídnuta moţnost 
obnovení všech poloţek umístěných v koši nebo naopak obnovení poloţek jednotlivých. V prvním 
případě tuto funkci zajišťuje tlačítko dialogového okna Obnovit vše. Po jeho stisknutí je vyvolána 
událost se signálem {link emptyTrash2!}, jeţ všem poloţkám v koši nastaví příznak sloupce 
Thrash na hodnotu „no“ a dojde k překreslení plochy. Všechny obnovené poloţky jsou zobrazeny na 
takových souřadnicích, na kterých leţely před přesunem do koše. Pokud chceme ale obnovit pouze 
jeden, dva, tři objekty, pak se nabízí jejich uchopení a umístění na pracovní plochu. V takovém 
případě je nejen změněna hodnota sloupce Thrash v databázové tabulce, ale aktualizována je 
současně také pozice vrácená při puštění přesouvaného elementu. Signál, který toto způsobuje je 
{link undeleteElement!}. Konečné nenávratné odstranění objektů nastává aţ v případě 
vysypání koše. 
 
Obrázek 5-2: Přesun poloţek koš-whiteboard 
5.3.7 Automatický návrh programu 
Myšlenka automatického návrhu programu spočívá v tom, vygenerovat uţivateli automaticky denní 
program s aktivitami dle zadaných parametrů vyhledávacího filtru. 
V případě, ţe uţivatel bude chtít vygenerovat program automaticky, se provede následující. 
V databázi bude vyhledáno padesát nejvýhodnějších aktivit podle zadaného vyhledávacího filtru. Pro 
těchto padesát aktivit se spočítá statistika rozptylu jejich parametrů. Právě parametry s největším 
rozptylem se rozdělí na dva a více nových seznamů aktivit. Z těchto aktivit jsou do bloku programu 
vloţený ty s nejlepším hodnocením. Jedná se o metody matching() a auto_program() v souboru 
FiltrVyhledani.php. 
obnovení obsahu koše 









Bloky programu se zatím generují v následujícím duchu. V dopoledních hodinách je 
vygenerován jeden blok, odpoledne jsou vytvořeny dva bloky a ve večerních hodinách je vloţen další 
jeden blok. Do kaţdého bloku jsou vloţeny tři aktivity.  
V budoucnu by návrh bloků v programu mohl vycházet z předchozích programů daného 
uţivatele. Před samotným vytvořením bloků by se v databázi nalezly všechny programy daného 
uţivatele, vytvořila se statistika, v jakých denních intervalech a časech byly bloky vytvářeny a podle 
toho by se uzpůsobil konečný automatický návrh bloků v novém programu. 
5.4 Databáze  
Databáze a její tabulky mají trochu jinou strukturu, neţ jaká byla myšlena při navrhování aplikace. 
Důvodem je značná změna poţadavků na aplikaci v průběhu jejího vývoje. Tím vznikaly drobné 
problémy, se kterými se vývojář při dodatečných změnách v databázi běţně setkává. Porovnání 
původní a konečné struktury databáze nabízejí dva ER diagramy, jeţ jsou součástí přílohy.  
5.4.1 Připojení k databázi 
Konfigurační soubor config.ini obsahuje veškeré konfigurace aplikace a údaje pro připojení do 
databáze. Pro tyto informace je rozdělen na dvě sekce, lze totiţ přístupové údaje vyplnit jak pro vývoj 
na lokálním počítači, tak pro produkční server, kam bude aplikace nasazena. Nette automaticky 
detekuje druh serveru a podle toho přistupuje k těmto údajům. Samotné připojení obstarává jeden 
jediný řádek v souboru bootstrap.php. 
 
dibi::connect((array) Environment::getConfig('database')); 
5.4.2 Modely databáze 
Při tvorbě modelů databáze dává Nette programátorovi naprostou volnost. Aplikace obsahuje dva 
modely, jeden model reprezentuje záznam z databáze, druhý zajistí, ţe se vrácená data předají 
presenteru ve formátu buď třídy první, nebo jako její pole objektů. Abych měl metody modelu 
v presenteru přístupné přes $this->model->funkceModelu() a mohl k nim tak lehce přistupovat, 
je model definovaný a inicializovaný následovně. Jedná se o tzv.getter, který zajistí, abych pokaţdé 
nemusel vytvářet novou instanci FiltrManageru. 
 
public function getModel() { 
if (!isset($this->filtrManager)) 
$this->filtrManager = new FiltrManager; 
       return $this->filtrManager; 
} 
 
Pokud manipuluji s jedním řádkem databázové tabulky, ať uţ se jedná o aktualizace či 
smazání, nejdříve zjišťuji, zda se poţadovaný řádek v tabulce nachází a potom teprve zavádím další 
akce. To provádí následující metoda s SQL dotazem. Metoda má pět parametrů jméno tabulky, název 
jednoho sloupce, název druhého sloupce a dvě podmínky. 
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public function findOneRow($table, $col1, $con1, $col2, $con2) { 
return dibi::query(' 
       SELECT * 
       FROM %n 
       WHERE %n=%i AND %n=%i 
       LIMIT 1', $table, $col1, $con1, $col2, $con2) 
       ->setRowClass('Filtr') 
       ->fetch(); 
} 
 
V databázové vrstvě dibi se SQL dotaz zapisuje jako série parametrů, kde před vloţením 
proměnné uvedeme její modifikátor. Modifikátor %n představuje identifikátor (název tabulky nebo 
sloupce), %i  potom integer a podobně. Tímto způsobem lze sestavovat velmi flexibilní SQL dotazy. 
5.4.3 Vyhledávání aktivit 
Po nastavení vyhledávacího filtru na poţadované hodnoty a parametry je tento vyhledávací formulář 
odeslán. O jeho zpracování se stará metoda processFiltrForm(). Tato metoda zpracuje odeslaná 
data a tyto data jsou posléze aplikovány na metodu modelu filtrDotaz(). Je poţadováno, aby při 
vyhledávání v databázi aktivit bylo vráceno vţdy deset nejlépe odpovídajících aktivit. Proto musel 
být vymyšlen způsob jak hodnotit výběr jednotlivých aktivit.  
Jednotlivé atributy aktivit jsou v databázi uloţeny jako samostatné číslo, ale u vyhledávacího 
filtru je nastavováno rozmezí nebo také interval. Tím je řečeno, ţe chceme najít všechny aktivity, 
jejichţ číselná hodnota dotyčného parametr leţí právě v tomto intervalu. Proto vznikla myšlenka 
vzdálenostního hodnocení parametru aktivity. Hodnocení daného parametru je tím vyšší, čím blíţe je 
jeho číselná hodnota středu vyhledávacím filtrem nastaveného rozmezí. Pokud vyhledávacím filtrem 
nastavíme interval 2-6, pak lepší hodnocení má parametr s číselnou hodnotou 3 neţ s číselnou 
hodnotou 2. Nejvyšší hodnocení odpovídá číslu středu tohoto intervalu. V tomto případě by měla 
nejlepší hodnocení aktivita s parametrem s číselnou hodnotou 4. Toto hodnocení je u kaţdého 
parametru označeno jako distance.  
Pokud je hodnota parametru v nastaveném intervalu, pak distance nabývá hodnoty 
vzdálenosti od středu intervalu. Pokud ovšem hodnota parametru neleţí v nastaveném intervalu, pak 
je distance rovna druhé mocnině vzdálenosti od středu intervalu. Z toho plyne, ţe čím menší je 
vzdálenost od středu intervalu, tím lepší hodnocení má daný parametr. 
Databázový řadící dotaz, který zpracovává takovou myšlenku, vypadá následovně. Pro 
zjednodušení dotaz zobrazuje pouze první dva parametry aktivity, tedy fyzickou a psychickou zátěţ, 
jeho plná podoba se všemi parametry je v příloze práce. 
 
SELECT *  
FROM ( 
 SELECT *  
, CASE  
  WHEN `physical_demand` BETWEEN 0 AND 5 
  THEN ABS( physical_demand - ((0 + 5)/2)) 
  ELSE POWER( ABS( physical_demand - ((0 + 5)/2)), 2) 
  END  
  AS distance1  
, CASE 
  WHEN `psychic_demand` BETWEEN 2 AND 6 
  THEN ABS( psychic_demand - ((2 + 6)/2))  
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  ELSE POWER( ABS( psychic_demand - ((2 + 6)/2)), 2)  
  END AS distance2  
, CASE 
  WHEN (`game_type` IN ('koordinace')) 
  THEN '1' 
  ELSE '0' 
  END AS distance17  
, CASE 
  WHEN (`environs` IN ('les','louka')) 
  THEN '1' 
  ELSE '0' 
  END AS distance18  
 FROM activity ) AS ranked  
ORDER BY (distance17+distance18) DESC, distance1+distance2  
LIMIT 10 
 
Trochu jiná situace nastává při zadávání typu aktivity a druhu prostředí. V tomto případě nelze 
počítat ţádné vzdálenosti. Proto, pokud jsou zadány některé z těchto parametrů, je logické, ţe mezi 
nejlepšími výsledky musí být zobrazeny právě ty, které splňují tyto poţadavky. Pokud je nastaven typ 
aktivity nebo druh prostředí, pak je daná hodnota parametru aktivity ohodnocena jedničkou. 
Databázový dotaz tedy v závěru řadí výsledky vyhledávání podle dvojího měřítka. Nejdříve dá do 
popředí aktivity s nejvyšší hodnotou parametrů distance17 (typ aktivity) a distance 18 (druh 
prostředí) a teprve potom řadí podle součtů jednotlivých vzdáleností distance1 aţ distance16 od 
nejniţšího. 
V budoucnu se ale počítá s tím, ţe atributy aktivit, jeţ jsou nyní specifikovány číselnou 
hodnotou, budou zadány taktéţ intervalem. V tomto případně by se ale počítání vzdáleností příliš 
neosvědčilo.  
K tomuto by mohla poslouţit statistická metoda nazvaná F1 score nebo také F-measure , která 
můţe být chápána jako váţený průměr přesnosti nebo úplnosti, kde skóre nabývá nejlepší hodnoty 1 a 
nejhorší skóre je 0 [65]. 
 
Obrázek 5-3: Dva intervaly - princip metody F-measure 
 
Na obrázku 5-3 jsou zobrazeny dva intervaly. Řekněme, ţe interval A odpovídá atributu 
aktivity uloţeného v databázi a interval B znamená nastavení vyhledávacího filtru pro tento atribut. 
Potom dle metody F-measure bude skóre počítáno jako: 
 
   
       






Tohoto principu je také částečně vyuţito u atributů age_min/age_max a 
players_min/players_max, které představují de facto také interval dvou číselných hodnot. Rozdíl 
je pouze v tom, ţe v mém případě počítám s nejlepším hodnocení blíţící se hodnotě 0. Proto jsem 
princip upravil na: 
   
 
         































6 Testování a ladění aplikace 
Testováním se rozumí veškeré aktivity, jejichţ cílem je odhalení chyb. Naopak laděním se rozumí 
aktivity zaměřené na odstranění chyb. Můţe jít o některé syntaktické či sémantické chyby rozpoznané 
a opravené příslušnými nástroji vývojového prostředí nebo o chyby odhalené při testování. Ladicí 
prostředky bývají běţně dostupné v integrovaných vývojových prostředích [13]. 
 Cílem testování aplikace je kontrola správnosti jeho implementace, tedy jeho chování podle 
stanoveného očekávání. Testování aplikace probíhá ve dvou fázích: 
 
 testování jednotlivých částí systémů a funkcionality během implementace – při vývoji; 
 testování výsledného produktu – po dokončení implementace. 
6.1 Testování a ladění při implementaci 
Testování systému v průběhu implementačních prací slouţí pro otestování správnosti konkrétní části, 
kdy je prostřednictvím jejího testování ověřována správná funkčnost bezprostředně po její 
implementaci. Toto bezprostřední testování je výhodné z důvodu umoţnění rychlé reakce na chyby 
implementace a jejich okamţitá korekce. Proto je důleţitou součástí fáze implementace souběţné 
testování a ladění. Jedná se o tzv. white box testování, testování z kódu nebo také tzv. strukturní 
testování, které vychází ze znalosti zdrojového kódu.  
White Box testování ověřuje, ţe základní elementy kódu (metody/třídy/funkce atd.) vykonávají 
správnou funkčnost při odpovídajících vstupech. Zahrnuje taktéţ ověření chování systému při 
neočekávaných vstupech a zabrání tak moţné havárii systému. Tato metodika testování pomáhá ke 
sniţování kaskádových chyb, zkracuje čas potřebný pro opakované testy v budoucích verzích 
aplikace a sniţuje celkové náklady na údrţbu kódu. White box testy pokrývají zejména následující 
typy operací v kódu [32]: 
 
 statementy; 
 rozhodovací parametry; 
 podmiňovací parametry; 
 stavové parametry; 
 víceúrovňové rozhodování; 
 relační operátory; 
 tabulky; 
 a další… 
 
K odchytávání chyb, výjimek a testování aplikace Nette disponuje velmi silným nástrojem, 
kterému se říká tzv. Laděnka. Ladění systému se dá rozdělit do dvou částí. Ladění na vývojovém 
serveru a ladění produkčním serveru. V Nette Frameworku se ladění aktivuje přidáním řádku 
Debug::Enable() do zaváděcího souboru bootstrap.php. Laděnka sama detekuje, zda se 
aplikace vyskytuje na vývojovém nebo produkčním serveru a podle toho uzpůsobuje informování o 
chybách. Na produkčním serveru by bylo samozřejmě nebezpečné sdělovat uţivateli takto citlivé 
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informace, proto se v tomto případě na veřejném serveru logují chyby do souboru, popřípadě se 
mohou posílat administrátorovi prostřednictvím emailu.   
 
 
Obrázek 6-1: Ukázka ladícího nástroje Laděnka 
Laděnka ovšem odchytává pouze chyby na straně PHP, k vizualizaci a informování chyb na 
straně javascriptu slouţí třeba doplněk prohlíţeče Firefox nazvaný Firebug. Laděnka navíc 
v kombinaci s dalším doplňkem FirePHP s FireBugem úzce spolupracuje a dokáţe odhalit mnoţství 
nesrovnalostí. 
Při testování bylo nutno ověřit samotnou funkci formulářů, ovládacích prvků, AJAXových 
poţadavků způsobující změnu v databázi a platnost uloţených dat. Správnost ukládání a reprezentace 
dat v databázi byla ověřována nad menším mnoţstvím testovacích dat. Struktura ukládání dat byla 
kontrolována přímo pomocí databázového klienta rozhraním PhpMyAdmin. Testovalo se ale také 
opačně, tedy vloţením dat do databáze se testovala a ladila jejich správná interpretace vyvíjeným 
produktem. 
6.2 Uživatelské testování 
Kaţdou nově vytvořenou aplikaci či systém je nutné podrobit důkladnému testování. Samozřejmě, ţe 
vývojář testuje aplikaci průběţně při její implementaci, ovšem tímto jsou laděny spíše chyby 
zdrojového kódu a chyby funkčnosti, neţ například chyby logické nemluvě o testování 
srozumitelnosti aplikace vůči samotnému uţivateli. Komunikaci mezi vývojářem a uţivatelem je 
zprostředkována tzv. uţivatelskými specialisty, jak je ukázáno na obrázku 6-2.  
 
 
Obrázek 6-2: Komunikace vývojář – uţivatel 
 
Uţivatelské testy mají spíše charakter black box testování, nebo také tzv. testování ze 





zaměřujeme na vstupy a výstupy programu bez znalosti, jak je naimplementován. Produkt je černou 
skříňkou, do které se nelze podívat, vidíme jen, jak vypadá a jak se chová navenek. Smyslem je 
analyzovat chování softwaru vzhledem k očekávaným vlastnostem tak, jak ho vidí uţivatel.  
Uţivatelské testování (user testing) patří mezi metody kvalitativního výzkumu. Díky 
uţivatelskému testování lze odhalit chyby, nad kterými vývojáře dosud nenapadlo ani přemýšlet, 
dovědět se, které prvky nejsou pro uţivatele dostatečně srozumitelné, zda se uţivatel dokáţe 
v aplikaci dostatečně orientovat nebo proč není schopen správně zvládnout určitou úlohu. Při 
uţivatelském testování zajistíme reprezentativní skupinu běţných uţivatelů aplikace a pozorujeme je, 
jak ji dokáţou pouţívat a pracovat s ní. Mezi typické příklady, pro které se uţivatelské testování 
pouţívá, patří testování designu a grafického návrhu, rozloţení informací na stránce či v aplikaci, 
informační architektura prezentace, funkce a úkoly aplikace. Postup při uţivatelském testování je 
následující: 
 
 Analýza cílových skupin webu a jejich potřeb – na začátku je nutné znát, kdo jsou 
uţivatelé webu a co by jim měl web nabídnout. Jedině tak je moţné testování postavit tak, 
aby byly jeho výsledky relevantní a uţitečné. 
 Příprava a vytvoření scénářů testování. Budou obsahovat úkoly, které jsou pro uţivatele v 
aplikaci typické a které ho budou podněcovat k jejímu běţnému chování. 
 Provedení samotného uţivatelského testování. Při něm kaţdý uţivatel postupně plní 
připravené úkoly a přitom dochází k jeho pozorování, kladení otázek, měření času, který 
strávil nad jistým úkolem nebo postupem, jak dlouho hledal určitý prvek v aplikaci a 
zapisování jeho problémů i úspěchů. 
 Analýza výsledků testování - je třeba setřídit poznatky získané během testování, 
zanalyzovat je a především vymyslet nejvhodnější řešení vedoucí ke zvýšení pouţitelnosti 
webu. 
 
A jaký přínos má samotné uţivatelské testování? 
 
 Objevení chyb, na které ţádná analýza nepřijde. Tvůrce aplikace není často schopen 
některé chyby sám odhalit. 
 Nalezení problémů, se kterými se potýkají reální uţivatelé. Chyby aplikace, na které se 
touto cestou přijde, jsou zaručeně ty, na které naráţí uţivatelé dané aplikace. 
 Odstranění velkých problémů, které jdou snadno vyladit.  
 Zjištění, kterým směrem lze aplikaci dále rozvíjet a na co se nejvíce zaměřit. 
6.3 Návrh uživatelských testů 
Při návrhu uţivatelských testů musí mít zadavatel a tvůrce scénářů testů předem jasno, co chce a 
jakou formou ve vytvořené aplikaci testovat. Tato část práce bude pojednávat o tom, jak se bude 
testovat vytvořené uţivatelské rozhraní a vlastně i celá vytvořená aplikace. Celé testování bude 
zaloţeno na předpřipravených úkolech, které testující uţivatel musí vypracovat a jeţ budou zaměřeny 
na konkrétní body práce s rozhraním a jeho pouţitelnost. 
V rámci vytvořeného produktu jsem se rozhodl testovat komunikaci a způsob práce mezi 
uţivatelem a aplikací, efektivitu pouţitých interaktivních ovládacích prvků proti klasickým 
formulářovým elementům a celkový názor na funkčnost a vyuţitelnost aplikace. 
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6.3.1 Komunikace uživatel - rozhraní 
U komunikace mezi uţivatelem a aplikací a u práce s tímto rozhraním se bude měřit počet kliknutí 
myši, počet přejezdů myši, přechod ruky mezi klávesnicí a myší, dále celkový čas potřebný ke 
splnění scénáře. Celkový čas se začíná započítávat od prvního vstoupení na stránku aţ po dokončení 
poslední úlohy. 
Měřením a zkoumáním práce na periferních zařízeních počítače se bude zjišťovat, zda je daná 
aplikace efektivní z hlediska pouţitelnosti a funkčnosti, měřením času stráveného nad pochopením a 
vypracováním úkolu nebo jeho dílčí části se bude zjišťovat pochopitelnost uţivatelského rozhraní. 
Čím je uţivatelské rozhraní intuitivnější, tím kratší čas by měl uţivatel strávit nad pochopením úkolu, 
hledáním dotyčného ovládacího prvku nebo dané informace v rozhraní aplikace. 
 
Test č.1: Úkol vyhledání relevantních aktivit 
Cílem tohoto testu je seznámit se s tím, jak uţivatel dovede ovládat a nastavit pouţité ovládací prvky 
vyhledávacího filtru, zda se jedná o jejich efektivní vyuţití a jak uţivateli zjednodušují nebo stěţují 
práci při nastavování filtru. Uţivatel si vyzkouší vyhledávání specifikovaných aktivit v databázi 
aktivit. 
Tímto prvním úkolem si ověřím základní orientaci uţivatele v aplikaci. Jak dlouho mu bude 
trvat, neţ pochopí zadání úkolu, za jak dlouho nastaví potřebné atributy a vyhledá relevantní aktivity. 
 
1. Spusť aplikaci. 
2. Zobraz dialogové okno prvního vyhledávacího filtru. 
3. Najdi aktivity, které budou splňovat následující parametry: 
- Fyzická zátěţ 5-8 
- Psychická zátěţ 1-2 
- Časová zátěţ 5 
- Risk 0 
- Věkové rozmezí 0  
- Počet hráčů 10-14 
- Typ aktivity: dynamika, koordinace 
- Prostředí: les, louka, fotbalové hřiště, park 
- Zraková paměť 0 
- Sluchové dovednosti 0 
- Umění komunikace 2-4 
- Sebevědomí 0 
- Emoce a vztahy 4 
- Spolupráce v týmu 7-10 
- Motorika ruky 0 
- Síla, vytrvalost 5-8 
- Logika a matematika 0 
- Kreativita, souvislosti 0 
 
Test č.2: Vytvoření denního harmonogramu 
Cílem testu je zjistit, jak pro uţivatele bude pochopitelné dynamické vytváření programů, bloků a 
přesouvání nalezených aktivit do takto vytvořených elementů. Uţivatel pracuje v dynamickém 
prostředí a vyuţívá návyky získané při práci s běţnými desktopovými programy.  
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Tento úkol plynule navazuje na úkol první, respektive ho dále rozšiřuje. Budu sledovat, jak se 
změnila rychlost nastavení parametrů vyhledávácího filtru a vyhledání odpovídajících aktivit 
vzhledem k času prvního úkolu. 
 
1. Vyhledej aktivity a zobraz je pomocí prostředního seznamu výsledku vyhledávání. Pouţij 
stejné parametry filtru jako v prvním úkolu.  
2. Vytvoř nový denní běh programu s názvem „běh 1”. 
3. V této záloţce vytvoř nové bloky s následujícími parametry: 
- blok 1: začátek 8:00, délka 60 minut; 
- blok 2: začátek 8:00, délka 90 minut; 
- blok 3: začátek 10:30, délka 120 minut; 
- blok 4: začátek 12:00, délka 90 minut; 
- blok 5: začátek 20:00, délka 150 minut. 
4. Vytvoř novou záloţku programu s názvem „běh 2“. 
5. V této záloţce vytvoř nový blok se začátkem 11:00 a délkou 90 minut. 
6. Vytvoř novou záloţku programu s názvem „běh 3“. 
7. V této záloţce vytvoř nové bloky s následujícími parametry: 
- blok 1: začátek 10:00, délka 90 minut; 
- blok 2: začátek 11:00, délka 60 minut; 
8. Záloţku programu se jménem „běh 2“ odstraň. 
9. V záloţce „běh 3“ proveď změny s jejími dvěma bloky takto: 
- blok 1: přesuň, aby měl začátek v 13:00 a délku 120minut; 
- blok 2: přesuň, aby měl začátek v 9:00, jeho délka je stejná. 
10. Přesuň 3 libovolné aktivity získané v kroku 1 do běhu programu s titulem „běh 1” do 
libovolného bloku. 
11. Přesuň libovolnou ze tří aktivit z bloku v předchozím kroku z  do jiného libovolného 
bloku. 
12. Vygeneruj PDF dokument tréninku s harmonogramem. 
 
Test č.3: Upload souborů 
Díky tomuto testu zjistím, zda je uţivatel schopen efektivně nahrávat soubory metodou drag&drop, 
zda je s tímto novým způsobem nahrávání souborů na server jiţ seznámen nebo to pro něj bude 
novinka, se kterou se musí nejdříve detailněji seznámit. Dále budu zjišťovat, zda je uţivatel 
informován, s jakými druhy souborů můţe pracovat a jak je po nahrání ne server můţe dále vyuţívat. 
 
1. Z libovolného lokálního umístění přesuň a nahraj obrázek na pracovní plochu. 
2. Přečti informace o uploadu po jeho skončení. 
3. Proveď otevření náhledu obrázku nahraného v kroku 1. 
4. Přesuň/nahraj najednou dva a více libovolných dokumentů z lokální sloţky na 
whiteboard. 
5. Otevři takto uploadované soubory v internetovém prohlíţeči. 
 
Test č.4: Smazání a obnovení položek na pracovní ploše 
Běţný uţivatel je seznámen s funkcemi klasického koše. V tomto testu si uţivatel odzkouší funkce 
implementovaného koše a zhodnotí ho z hlediska dostatečné funkcionality. 
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1. Splněním poţadavků z předchozích úkolů se na pracovní ploše nachází několik různých 
objektů. 
2. Přesuň všechny aktivity z pracovní plochy whiteboard do koše. 
3. Vytvoř novou poznámku červené barvy s textem „Toto je moje nová poznámka!“ 
4. Přesuň tuto poznámku do koše. 
5. Obnov poznámku, to znamená, přesuň ji zpět na pracovní plochu. 
6. Zbytek obsahu koše vysyp, proveď tedy vyprázdnění koše. 
  
Test č.5: Uložení aktivity a nastavení filtru 
Aplikace nabízí uloţení aktivit ze výsledků vyhledávání a uloţení nastavení vyhledávacího filtru. 
Tento test zjistí, zda je navrţený způsob uloţení vhodný a jak dlouho bude uţivateli trvat jeho 
pochopení a provedení. 
 
1. V úkolu č.1 byl získán první seznam aktivit. 
2. Přesuň libovolné tři aktivity z tohoto seznamu a jednu libovolnou aktivitu z denního 
programu na pracovní plochu whiteboard. 
3. Uloţ nastavení prvního filtru, s jehoţ výsledky vyhledávání pracuješ. 
6.3.2 Způsobilost použitých ovládacích prvků 
Způsobilost pouţitých ovládacích prvků je odvozena od zkušeností uţivatele, jeho orientace a 
způsobu práce na webovém prostoru a částečně také na jeho subjektivním názoru. Jsou dvě moţnosti, 
jak zjistit vhodné pouţití interaktivních ovládacích prvků: 
 
 Vytvořit dva vyhledávací filtry nebo dokonce dvě aplikace. Jedna z nich bude obsahovat 
pouze inovativní elementy a ta druhá jen klasické formulářové prvky. Uţivatel by tak 
porovnával přímo dva způsoby práce. 
 Vyuţít předchozí zkušenosti uţivatele. Nabídnout mu moţnost srovnání současného řešení 
s tím, jaké by nabízelo řešení se starými prvky aplikace. 
 
V mém případě je výhodnější vyuţít druhého způsobu a těţit tak ze zkušeností uţivatelů. 
Způsobilost pouţitých ovládacích prvků v aplikaci bude měřena prostřednictvím otázek k nim se 
vztahujících. 
Těmito testy se budu snaţit zjistit, zda pouţití zvolených ovládacích prvků vede ke zrychlení 
práce nastavování vyhledávacího filtru, jestli je jejich zabudování vyhovující nebo zda naopak 
uţivateli nekomplikují práci. Tyto testy jsou z části doplňkem uţivatelských testů z předchozí 
kapitoly, kde se měřil čas a počty reakcí myši a klávesnice při vyhledávání aktivit.   
Tyto testy nebo také dotazníky mohou být po skončení uţivatelského testování na počítači 
nabídnuty k vyplnění samotnému uţivateli, který s aplikací pracoval, nebo tento dotazník po jeho 
úpravě můţe vyplňovat pozorovatel, jenţ dohlíţí nad uţivatelským testováním. Odpovědi na otázky 
dotazníky mohou obsahovat ano – ne, stupnici od 1 do 5 nebo slovní popis: 1 – nejlepší, 2 - velmi 




Test č.1: Posuvník x Textový input 
 
1. Nakolik máte zkušeností s ovládacím prvkem posuvník nebo téţ nazývaný slider? (1-5) 
2. Bylo pro Vás nastavení jednotlivých prvků pomocí tohoto posuvníku intuitivní – 
srozumitelné? (1-5) 
3. Jak byste ohodnotil pouţití dvou hlaviček posuvníků pro nastavení dolní a horní hranice 
atributu z hlediska intuice? (1-5) 
4. Věděl jste, ţe posuvník můţete nastavovat kromě uchopení jeho hlavičky a taţením také 
kliknutím na jeho osu/tělo? (ano-ne) 
5. Ohodnoťte upřednostnění tohoto způsobu řešení nastavení číselného rozsahu před 
klasickým textovým polem nebo polem výběru. (1-5) 
 
Test č.2: Autocomplete x Klasický multivýběr 
 
1. Setkal jste se jiţ s prvkem našeptávač nebo také autocomplete? Popřípadě kolikrát? (slovní 
odpověď) 
2. Bylo pro Vás pouţití klávesnice pro psaní rušivým krokem v úkolu vyhledávání aktivit? 
(ano-ne) 
3. Všiml jste si ihned, ţe se Vám při první stisknuté klávese při psaní do boxu začaly 
objevovat relevantní výsledky? (ano-ne) 
4. Jak byste ohodnotil výběr tíţeného typu aktivity z nabídnutého seznamu a vloţení do jeho 
boxu z pohledu pochopení? (1-5) 
5. Víte, jak se vybrané typy aktivit odstraňují? (slovní odpověď) 
 
Test č.3: jQuery Multiselect x Klasický multiselect 
 
1. Víte, jak se v klasickém formulářovém prvku nazývaném multiselect vybírá více řádků? 
(slovní odpověď) 
2. Věděl jste hned při pohledu na tento ovládací prvek, ţe se zvolené druhy prostředí budou 
zobrazovat v levé části a ţe pravá část nabízí seznam všech moţných druhů prostředí? (1-5) 
3. Ohodnoťte, jak dlouho vám trvalo, neţ jste přišel na to, jak vybrat tíţený druh prostředí a 
umístit ho do levé části komponenty. (1-5) 
4. Jak hodnotíte nabídnutou moţnost vyhledávání v hlavičce tohoto ovládacího elementu? (1-
5) 
 
Test č.4: Dialogová okna 
 
1. Vadí Vám na webových stránkách interní dialogová okna? (1- vůbec, 5 - moc) 
2. Bylo pro Vás pouţití dialogových oken v aplikaci rušivým aspektem? (ano-ne) 




Test č.1: Posuvník x Textový input 
 
1. Uţivatel ihned věděl jak nastavit horní a dolní hranice intervalů číselných atributů. (1-5) 
2. Uţivatel nastavoval jezdce posuvníků pouze taţením myši nebo i klinutím na jeho osu. 
(slovní odpověď) 
3. Rychlost práce a nastavování číselných rozsahů s ovládacím prvkem posuvník. (1-5) 
4. Vlastní poznámky pozorovatele. (slovní odpověď)  
 
Test č.2: Autocomplete x Klasický multivýběr 
 
1. Uţivatel ihned přistoupil k psaní pomocí klávesnice. (1-5) 
2. Dělalo uţivateli přistoupení ke klávesnici problémy? (1-5) 
3. Rychlost výběru tíţeného druhu aktivity. (1-5) 
4. Vlastní poznámky pozorovatele. (slovní odpověď)  
 
Test č.3: jQuery Multiselect x Klasický multiselect 
 
1. Uţivatel při hledání typu prostředí ve výběru vyuţil pouze rolování myší nebo pouţil i 
vyhledávání v hlavičce komponenty. (slovní odpověď) 
2. Uţivatel vloţil špatný typ prostředí a musel jej odstraňovat. (ano-ne) 
3. Vlastní poznámky pozorovatele. (slovní odpověď) 
 
Test č.4: Dialogová okna 
 
1. Uţivatel si ponechával jednotlivá interní dialogová okna otevřená nebo je ihned po pouţití 
zavíral? (slovní odpověď) 
2. Jak moc pohyboval/přesouval uţivatel jednotlivá okna? (1-5) 
3. Vlastní poznámky pozorovatele. (slovní odpověď) 
6.4 Způsob a průběh testování 
Cílová skupina uţivatelů, která bude s aplikací pracovat a která by měla také provádět předdefinované 
testy, závisí na kontextu stránek, v jehoţ rámci bude tato aplikace vyuţita. Zatím 
nejpravděpodobnější situaci představuje vyuţití aplikace pro webový systém zabývající se 
organizování denním programů a výletů pro školy, školky nebo rodiny s dětmi. Z toho vyplývá, ţe s 
aplikací budou pracovat učitelé, rodiče a sociální pracovníci starající se o děti. Bylo by tedy vhodné 
testování aplikace nabídnout tomuto okruhu respondentů. 
Uţivatelské testování by mělo probíhat v samostatné místnosti, ve které bude kromě 
respondenta maximálně jedna další osoba – pozorovatel. Ten můţe v případě nutnosti uţivatele 
nasměrovat při krocích, které mu nebudou zcela jasné. Práce uţivatele by mohla být zaznamenávána 
na kameru a také pomocí speciálního softwaru, který zaznamenává veškeré dění na monitoru 
počítače. Bylo by také dobré zapsat konfiguraci testovacího počítače, rozlišení obrazovky, pouţitý 
internetový prohlíţeč apod. Uţivateli bychom měli také nabídnout moţnost výběru programového 
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vybavení, na který je zvyklý – operační systém a webový prohlíţeč. Součástí testování je kromě 
úvodního seznámení uţivatele s testy, s průběhem testování a dalších organizačních záleţitostí také 
získání základních informací o uţivateli jako věk, bydliště, dosaţené vzdělání a zkušenost práce 
s internetem a počítačem.   
Vlastní testování bude probíhat tak, ţe uţivatel bude plnit specifické scénáře úkolů, které byly 
vytvořeny v předchozích kapitolách. Sled jednotlivých úloh byl vytvořen tak, aby kopíroval reálné 
pouţívání aplikace. Po splnění jednotlivých úkolů přistoupí k vyplnění jednotlivých otázek nebo 
dotazníku.   
Výstupy testování budou kamerový záznam, záznam činnosti uţivatele na obrazovce, včetně 



























7 Návrh možných vylepšení 
Vytvořil jsem aplikaci, která splňuje většinu poţadavků a nápadů, které zazněly během analýzy a 
návrhu vyvíjeného modulu včetně myšlenek, které vznikaly při samotném vývoji aplikace. Vţdy je 
ale co vylepšovat a tím se budu zabývat v této kapitole, která představí několik dalších nápadů 
vhodných pro efektivní rozšíření funkcionality celého modulu. Tyto návrhy vylepšení není nutno 
implementovat, ale jejich zařazení by dozajista vedlo ke zvýšení atraktivity modulu a navýšení jeho 
robustnosti. Jedná se o funkce, jeţ jsou navrhovány po úspěšném dokončení implementace modulu a 
které by mohly být realizovány v návaznosti na tuto práci. 
7.1 Sdílené uživatelské prostředí 
Sdílené prostředí by uţivateli nabídlo moţnost sdílet dokumenty, obrázky nebo audio video záznamy 
s ostatními uţivateli tohoto modulu. Myšlenka tkví v označení části pracovní plochy, jeţ by byla 
kooperativní. Po vytvoření tohoto boxu by bylo zobrazeno dialogové okno, kde by uţivatel zadal, 
s kým chce tuto část obrazovky sdílet. Měla by být nabídnuta moţnost jednoduché správy osob, 
s nimiţ bude navazováno sdílení v podobě jejich přidávání a ubírání.  
 
 
Obrázek 7-1: Sdílená část pracovní plochy 
S touto myšlenkou je úzce spjata potřeba uţivatelských práv, která umoţňují uţivatelům 
provádění specifických akcí. Práva lze rozdělit na uţivatelská, administrátorská a zvláštní.  
7.2 Chat – komentáře 
Původní myšlenku komentářů bych transformoval do podoby tzv.chatu. Dialogové okno chatu, stejně 
jako jeho ikona na panelu pracovní plochy jsou jiţ připraveny. Tento prvek ale neobsahuje zajímavou 
a inovativní myšlenku, proto nebyl v práci implementován. Přednost tak dostaly jiné funkce, ale 
myslím, ţe jeho následná realizace je určitě vhodná a pro uţivatele perspektivní. 










Chat bych koncipoval obdobně jako je tomu na portálu Facebook. Lidé jsou na takový druh 
komunikace jiţ zvyklí.  
 
7.3 Mapy vztahující se k lokalitám tréninků 
Kaţdý trénink, který si uţivatel prostřednictvím modulu vytvoří, se bude odehrávat v určité lokalitě. 
Kdyby se chtěl uţivatel podívat, kde se dané místo nachází, jaký je jeho okolní terén nebo jak se 
k danému místu dostat, musel by navštívit jiné portály k tomu určené. Proto by bylo zajímavé 
nabídnout i takovou sluţbu prostřednictvím této aplikace. 
Tato funkce by mohla být například vyvolána při kliknutí na ikonu umístěnou vedle informace 
o lokalitě tréninku na informačním panelu. Mapa by se zobrazila třeba v dialogovém okně a mohla by 
nabízet podobné zjednodušené funkce jako na serveru mapy.cz. 
  
 













Mapa jako dialogové okno 
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8 Závěr 
Tato diplomová práce měla za cíl prozkoumat moţnosti tvorby moderních dynamických 
internetových uţivatelských rozhraní. S tímto cílem souviselo seznámení se s webovými 
technologiemi podporující jejich tvorbu, následný návrh a implementace interaktivní dynamické 
webové aplikace. Ta je zaměřena na tvorbu denních programů, správu databáze aktivit, her, denních 
programů, tréninků, dokumentů a souborů.  
Neţ jsem mohl přistoupit k vlastnímu návrhu a implementaci aplikace, musel jsem nastudovat 
potřebné informace, jako jsou teorie problematiky komunikace a interakce mezi člověkem a 
počítačem, teorie grafického uţivatelského rozhraní, pravidla, principy a zásady pro tvorbu kvalitních 
internetových uţivatelských rozhraní, kterými se musí návrhář řídit. Udělat si přehled současných 
technologií pro tvorbu dynamického uţivatelské rozhraní a správu databáze a poté zvolit vhodné 
nástroje pro vlastní realizaci.  
Vytvořena byla uţivatelská aplikace nebo také modul, který lze zakomponovat do kontextu 
vhodného informačního systému. V rámci této práce byl takový informační systém navrţen, jeho 
diagramy a návrhy jsou obsahem přílohy práce. Aplikace je volně přístupná na internetu a kaţdý 
uţivatel si můţe její pouţívání vyzkoušet.   
Při realizaci vlastní aplikace vznikaly určité problémy. Nejprve jsem vycházel z prvotního 
návrhu celého systému, v jehoţ kontextu měl být modul umístěn. Ovšem v průběhu vypracovávání 
práce přicházely nové myšlenky a nápady, které byly vyuţity a které svým charakterem zapadaly do 
konceptu návrhu modulu. Tímto docházelo jak ke změnám návrhu databáze, tak ke změnám 
funkcionality jednotlivých komponent. K některým těmto změnám docházelo aţ v průběhu 
implementace, a tak se vývoj značně zpomaloval. Změny v databázi jsou zaznamenány dvěma ER 
diagramy, které jsou obsahem přílohy práce, změny funkcionality jednotlivých komponent jsou 
obsaţeny v těle tohoto dokumentu. Kvůli těmto změnám by se mělo provést další vylepšení modelů 
databáze a některých funkcí uţivatelského rozhraní klienta, které vedou k optimalizaci funkcionalit 
napříč webovými prohlíţeči.   
Při implementaci jsem hodně pracoval s javascriptovým frameworkem jQuery, který nabízí 
nepřeberné moţnosti tvorby dynamických uţivatelských prvků rozhraní. Jde o silnou knihovnu 
s výborně zpracovanou API dokumentací a mnoţstvím názorných ukázek. Díky tomu jsem dnes 
schopen tvořit specifické moderní prvky na webových stránkách a moderní webové rozhraní. Naučil 
jsem se vytvářet dynamické webové aplikace pomocí Nette Frameworku, který je povaţován za jeden 
z nejlepších PHP frameworků vůbec. V průběhu realizace jsem některé problémy na straně vývoje 
v Nette Frameworku konzultoval ve firmě ViaAurea, kde mi byly ochotně sděleny potřebné 
informace a rady.  
Tato práce vedla k získání zkušeností s tvorbou rozsáhlejší dynamické interaktivní webové 
aplikace prostřednictvím moderních webových technologií, jak na straně klienta, tak na straně 
serveru. Dále jsem získal znalosti a zkušenosti z oblasti analýzy, návrhu a specifikace vývoje systému 
či aplikace.  
Diplomová práce navazuje na mou bakalářskou práci, která se zabývala zkoumáním webových 
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Příloha 4. Vzhled vytvořené aplikace 
 
Obrázek Příloha4-1: Standardní náhled aplikace   
 














Příloha 5. Uživatelský manuál 
Následující text by měl pomoci uţivatelům seznámit se se způsobem ovládání jednotlivých 
komponent aplikace a osvětlit jejich funkcionalitu.  
 
Program 
Nový běh programu 
Nový běh programu lze vytvořit pomocí tlačítka plus umístěným v pravém horním rohu programu. Po 
jeho stisknutí se objeví dialogové okno, pomocí nějţ můţe uţivatel zadat název běhu programu. 
Jméno není povinné, pokud toto pole není vyplněno, aplikace automaticky očísluje a pojmenuje 
danou záloţku běhu. 
 
   
Obrázek Příloha5-1: Vytvoření nového běhu programu 
Vytvoření bloku 
V běhu programu se nový blok vloţí dvojkliknutím myší do jeho časové osy na specifický časový 
interval. Dojde k dynamickému vytvoření bloku v příslušném časovém intervalu s délkou 60 minut. 
 
 
Obrázek Příloha5-2: Vytvoření nového bloku v programu 
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Změna časových údajů bloku 
S vytvořeným blokem můţe být dále manipulováno. Můţe se měnit jeho délka trvání – uchopením a 
taţením jeho pravého dolního rohu, měnit se můţe také čas jeho začátku. Změna začátku bloku se 
provádí uchopením jeho hlavičky a vertikálním klouzáním. S blokem je moţno pohybovat i 
horizontálně – aby bylo například vedle sebe umoţněno umístit dva bloky signalizující paralelní 
činnosti.  
 
Obrázek Příloha5-3: Pohyb bloku a změna jeho délky v programu 
Vložení aktivity do bloku 
Z vyhledaného seznamu lze vloţit do bloku libovolný typ aktivit. Aktivita se vloţí jejím uchopením a 
taţením a upuštěním do poţadovaného bloku. Aktivity lze také libovolně přesouvat mezi 
jednotlivými bloky. 
 
Obrázek Příloha5-4: Vloţení a přesun aktivit mezi bloky programu 
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Smazání bloku 
Blok lze programu smazat pomocí kříţku v jeho hlavičce. Pokud blok obsahuje aktivity, jsou i tyto 
s blokem smazány.  
 
Obrázek Příloha5-5: Smazání bloku 
Odstranění aktivity z bloku 
Z bloku lze mazat jednotlivé aktivity. K tomu sloţí ikona koše umístěná v pravé části kaţdé aktivity. 
 
Obrázek Příloha5-6: Smazání aktivity z bloku 
Informace o aktivitě  
O kaţdé aktivitě, ať uţ umístěné v programu, whiteboard nebo ve výsledcích vyhledávání lze zobrazit 
její informace. Slouţí k tomu ikona ţárovky umístěné v pravé části aktivity. Obnobným způsobem lze 




Obrázek Příloha5-7: Informace o aktivitě 
 
 97 
Smazání běhu programu 
Samozřejmě, ţe můţe být smazán i celý běh programu, a to pomocí kříţku v odpovídající záloţce 
běhu. Po tomto kroku budou smazány všechny bloky a aktivity, které daný běh programu obsahoval. 
 
 
Obrázek Příloha5-8: Odstranění běhu programu 
Generování PDF tréninku 
Z vytvořeného denního harmonogramu lze vygenerovat PDF dokument, který se nabídne ke staţení a 
současně se umístí na pracovní plochu. K vygenerování dokument stačí stisknout tlačítko Generuj 
PDF umístěné v programu. 
 
Informační panel 
Informační panel obsahuje základní informace o tréninku. Pokud chce uţivatel tyto informace 
aktualizovat, stačí je změnit v odpovídajících kolonkách. O aktualizaci informací v databázi se jiţ 
aplikace postará samá po dokončení úprav informací o tréninku. Datumy a časy se u tréninku nstavují 
pomocí widgetu datetimepicker.    
 




Pohyb objektů na ploše 
S kaţdým objektem na pracovní ploše whiteboard lze pohybovat jeho uchopením a taţením na 
libovolné místo. Objekt se můţe pohybovat pouze na hranicích pracovní plochy. 
Uspořádání objektů 
K uspořádání objektů na pracovní ploše do mříţky slouţí tlačítko na panelu tlačítek pracovní plochy. 
 
Obrázek Příloha5-10: Uspořádání objektů plochy do mříţky 
 
Další tlačítko slouţí k navrstvení objektů pracovní plochy do jejího levého horního rohu. To vede 
k úklidu na pracovní ploše v případě mnoha prvků na ploše.  
 
Obrázek Příloha5-11: Uspořádání objektů plochy do levého horního rohu 
Malování 
Aplikace umoţňuje jednoduché malování. Malování je umístěno v dialogovém okně. Lze vybrat 
různou barvu štětce. Nakreslený obrázek se můţe uloţit na pracovní plochou stisknutím tlačítka 
Uložit obrázek, plátno kreslení lze vyčistit tlačítkem Smazat nebo lze vytvořit SVG výstup kreslení. 
 
Obrázek Příloha5-12: Tlačítko malování 
 
 




Na pracovní plochu lze vloţit jednoduchou poznámku. Slouţí k tomu tlačítko na panelu, které vyvolá 
dialogové okno. To obsahuje pole pro text poznámky a její ţivý náhled. 
 
 
Obrázek Příloha5-14: Tlačítko poznámky 
 
 
Obrázek Příloha5-15: Vytvoření poznámky 
 
Uložení aktivity 
Z vyhledaného seznamu lze uloţit libovolnou aktivitu do kontejneru aktivit na pracovní plochu jejím 
uchopením a přetaţením. 
 
Obrázek Příloha5-16: Uloţení aktivity na pracovní plochu 
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Aplikace uložené aktivity 
Aktivitu uloţenou na pracovní plochu můţeme přesunout do libovolného bloku, stejně jako 
z libovolného bloku lze aktivitu přemístit na pracovní plochu. Uloţená aktivita můţe být tedy kdykoli 
vyuţita. 
Uložení nastavení filtru 
Po nastavení libovolného filtru lze parametry filtru uchovat pro další vyuţití. Filtr lze tedy uloţit. 
Uloţení filtru se děje přetaţením ikony v hlavičce výsledků vyhledání na pracovní plochu. 
 
Obrázek Příloha5-17: Uloţení nastavení filtru 
Aplikace uloženého filtru 
Uloţený filtr lze samozřejmě kdykoli aplikovat a zahájit tak vyhledávání aktivit dle jeho parametrů. 
Filtr lze aplikovat na kterýkoli ze tří boxů výsledků vyhledávání. Aplikace filtru spočívá v uchopení 
ikony malého filtr v levé části filtru na ploše a jeho přetaţením směrem k danému boxu výsledku 
vyhledávání. Při přetahování se ikona filtru zvětší, uţivatel má vizuální kontakt s přetahovaným 
nastavením filtru. Po upuštění ikonu v boxu výsledku vyhledání se provede vyhledávání nové a 




Obrázek Příloha5-18: Aplikace uloţeného filtru 
Práce s více objekty plochy současně 
Můţeme pracovat s více soubory současně. Pokud myší označíme více souborů, pak lze s těmito 
soubory pracovat. Označení souborů probíhá stisknutým levým tlačítkem myši a jejím současným 
taţením přes chtěné poloţky. 
 
 
Obrázek Příloha5-18: Označení více poloţek 
 
S takto vybranými poloţkami lze po pracovní ploše pohybovat nebo tyto poloţky hromadně smazat. 





Vyhledávací filtr je tvořen třemi typy ovládacích prvků. Jedná se o slider, autocoplete a jQuery 
multiselect. 
 Nastavení slideru se provádí uchopením jeho hlaviček a taţením po jeho ose. Kaţdý posuvník 
má dvě hlavičky, to aby bylo moţné nastavit horní a dolní hranici atributů. Posuvníky jsou pouţity u 
atributů, jejich hodnoty jsou ve formátu číslo-číslo (spodní hranice-horní hranice). 
Autocomplete neboli našeptávač slouţí k výběru vhodných typů aktivit. Po začátku psaní 
klavesnicí v danému boxu se nám zobrazují relevantní typy aktivit. Pokud narazíme na tu vhodnou, 
pak její výběr provedeme kliknutí myší na tento typ aktivity. Aktivita bude vloţena do výběru. 
Uţivatel tímto způsobem můţe vybrat libovolné mnoţství typů aktivit. Je zabezpečeno, ţe ţádný typ 
aktivity nebude vloţen vícekrát. Odstranění vloţeného typu aktivity provedeme jednoduše kliknutím 
na kříţek umístěný u jeho pravého okraje. 
Druh prostředí je vybírán pomocí jQuery multiselectu. Lze vloţit všechny druhy prostředí 
tlačítkem +vše nebo vyhledat tíţený druh prostředí a vloţit jej tlačítkem plus (+). Vybraná poloţka se 
přemístí z pravé části prvku do jeho levé části. Uţivatel tak přehledně vidí, jaké druhy prostředí jsou 
aktuálně vybrány. Výběr druhu prostředí můţeme vzít zpět tlačítkem minus (-). Tím se daná poloţka 
opět přemístí na pravou stranu.  
 
 




Koš na praconí ploše whiteboard má podobnou funkci jako běţný koš v operačních systémech. 
Přemístění položky do koše 
Do koše lze přemístit jakoukoli poloţky pracovní plochy. Ať uţ se jedná o aktivitu, filtr, dokument, 
soubor, obrázek nebo poznámku. Stačí jakýkoli objekt uchopit, táhnout a upustit jej nad ikonou koše. 
Tímto dojde k odstranění objektu z pracovní plochy a jeho přemístění do koše. 
 
 
Obrázek Příloha5-20: Komponenta koš 
 
Obnovení položky z koše 
Z koše lze obnovit jednotlivé poloţky. Pokud chceme danou poloţku obnovit, musíme si otevřít 
dialogové okno koše, najít poloţku, uchopit jí a taţením ji přesunout nad pracovní plochu. pokud tuto 
poloţku upustíme na pracovní ploše, pak bude přemístěna z koše zpět na plochu a obnovena. 
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Obrázek Příloha5-21: Obnovení poloţky z koše 
 
Obnovení všech položek 
K obnovení všech poloţek umístěných v koši slouţí tlačítko dialogového okna Obnovit vše. 
Smazaní obsahu koše 




Upload souborů probíhá metodou drag&drop, to znamená přetahováním vybraných poloţek 




Obrázek Příloha5-22: Multiupload souborů z lokálních adresářů 
 
Typy souborů 
Video: wmv, mpeg, mov, avi, mp4. 
Audio: mp3. 
Dokumenty: rtf, pptx, ppt, txt, odt, xlsx, xls, xml, doc, docx, pdf. 
Obrázky: gif, png, bmp, jpg, jpeg. 
Archivované soubory: rar, zip. 
Ostatní: swf.  
Informace o uploadu 
Během procesu uploadování souboru jsou zobrazovány průvodní informace jako název souboru, 
velikost, rychlost nahrávání, čas uploadu. 
 
 




Otevření souborů a dokumentů 
Přímo v prostředí aplikace lze otevřít různé typy souborů. Tyto soubory se otevřou v nových 
dialogových oknech po dvojkliknutí myši na jejich ikonu na pracovní ploše. Soubory, které otevřít 
přímo v aplikaci nelze se mohou otevřít v prostředí operačního systému počítače po jeho staţení na 
lokální umístění prostřednictvím internetového prohlíţeče. 
 
      
 






Příloha 6. SQL dotaz vyhledávání aktivit 
SELECT *  
FROM ( 
 SELECT *  
, CASE  
 WHEN `physical_demand` BETWEEN 0 AND 6 
 THEN ABS( physical_demand - ((0 + 6)/2)) 
 ELSE POWER( ABS( physical_demand - ((0 + 6)/2)), 2) 
 END  
 AS distance1  
, CASE 
 WHEN `psychic_demand` BETWEEN 0 AND 6 
 THEN ABS( psychic_demand - ((0 + 6)/2))  
 ELSE POWER( ABS( psychic_demand - ((0 + 6)/2)), 2)  
 END AS distance2  
, CASE 
 WHEN `time_demand` BETWEEN 0 AND 6 
 THEN ABS( time_demand - ((0 + 6)/2))  
 ELSE POWER( ABS( time_demand - ((0 + 6)/2)), 2)  
 END AS distance3  
, CASE 
 WHEN `risk` BETWEEN 0 AND 6 
 THEN ABS( risk - ((0 + 6)/2))  
 ELSE POWER( ABS( risk - ((0 + 6)/2)), 2)  
 END AS distance4 , 
 ( 1/( ( 2*0*36 ) / ( age_min + age_max ) ) ) 
 AS distance5 , 
 ( 1 / ( ( 2*0*24 ) / ( players_min + players_max ) ) ) 
 AS distance6  
, CASE 
 WHEN `eyes` BETWEEN 0 AND 6 
 THEN ABS( eyes - ((0 + 6)/2))  
 ELSE POWER( ABS( eyes - ((0 + 6)/2)), 2)  
 END AS distance7  
, CASE 
 WHEN `ear` BETWEEN 0 AND 6 
 THEN ABS( ear - ((0 + 6)/2))  
 ELSE POWER( ABS( ear - ((0 + 6)/2)), 2)  
 END AS distance8  
, CASE 
 WHEN `mouth` BETWEEN 0 AND 6 
 THEN ABS( mouth - ((0 + 6)/2))  
 ELSE POWER( ABS( mouth - ((0 + 6)/2)), 2)  
 END AS distance9  
, CASE 
 WHEN `breast` BETWEEN 0 AND 6 
 THEN ABS( breast - ((0 + 6)/2))  
 ELSE POWER( ABS( breast - ((0 + 6)/2)), 2)  
 END AS distance10  
, CASE 
 WHEN `heart` BETWEEN 0 AND 6 
 THEN ABS( heart - ((0 + 6)/2))  
 ELSE POWER( ABS( heart - ((0 + 6)/2)), 2)  
 END AS distance11  
, CASE 
 WHEN `handbreadth` BETWEEN 0 AND 6 
 THEN ABS( handbreadth - ((0 + 6)/2))  
 ELSE POWER( ABS( handbreadth - ((0 + 6)/2)), 2)  
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 END AS distance12  
, CASE 
 WHEN `fingers` BETWEEN 0 AND 6 
 THEN ABS( fingers - ((0 + 6)/2))  
 ELSE POWER( ABS( fingers - ((0 + 6)/2)), 2)  
 END AS distance13  
, CASE 
 WHEN `legs` BETWEEN 0 AND 6 
 THEN ABS( legs - ((0 + 6)/2))  
 ELSE POWER( ABS( legs - ((0 + 6)/2)), 2)  
 END AS distance14  
, CASE 
 WHEN `left_head` BETWEEN 0 AND 6 
 THEN ABS( left_head - ((0 + 6)/2))  
 ELSE POWER( ABS( left_head - ((0 + 6)/2)), 2)  
 END AS distance15  
, CASE 
 WHEN `right_head` BETWEEN 0 AND 6 
 THEN ABS( right_head - ((0 + 6)/2)) 
 ELSE POWER( ABS( right_head - ((0 + 6)/2)), 2) 
 END AS distance16  
, CASE 
 WHEN (`game_type` IN ('dynamika')) 
 THEN '1' 
 ELSE '0' 
 END AS distance17  
, CASE 
 WHEN (`environs` IN ('bazén')) 
 THEN '1' 
 ELSE '0' 
 END AS distance18  
 FROM activity ) AS ranked  
















Příloha 7. CD s aplikací 
1. Je třeba mít nainstalovaný webový server Apache, databázový server MySQL a PHP 5. 
2.  Ve sloţce Training_modul/sql jsou umístěny sql soubory, které obsahují dotazy pro 
vytvoření celé databáze a několik desítek testovacích záznamů. 
3. Z přiloţeného CD zkopírovat obsah adresáře Training_modul do 
C:\cesta_korenoveho_adresare_serveru\{název webu}\ 
4. Ukázka aplikace je na stránkách http://xtrisk04.g6.cz 
 
