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Opinnäytetyön aiheena oli taulukkokontrollikomponentin suunnittelu ja toteuttami-
nen. Taulukkokomponentin tarkoituksena olisi parantaa tiedon esittämistä ja muok-
kaamista komponenttitasolla. 
 
Työ toteutettiin osana uutta SONET Premium sovellusta CGI Suomi yritykselle. 
Komponentin määrittely-, suunnittelu- ja toteutusvaiheessa hyödynnettiin useita eri-
laisia tekniikoita, jotka mahdollistivat tehokkaan kehittämisen komponentissa. Kehi-
tys toteutettiin ketterästi ketteriä ohjelmistokehyksiä hyödyntäen, kuten Scrumia. 
Käytetyt tekniikat käydään lävitse opinnäytetyössä.  
 
Komponentin vaatimusmäärittelyssä määriteltiin monia vaatimuksia, jonka tauluk-
kokomponentin tulee toteuttaa. Vaatimuksien pohjalta toteutetut toiminnallisuudet 
toteutettiin, ja ne esitellään omissa kappaleissaan kuvakaappauksina ja toimintojen 
käyttöesimerkkeinä SONET Premium -sovelluksessa.  
 
Työn ohella kohdattiin useanlaisiin haasteisiin kaikissa kehityksen osa-alueissa. 
Loppuen lopuksi ongelmiin löytyi kuitenkin ratkaisu, joista kerrotaan lisää opinnäy-
tetyössä. 
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The purpose of this thesis was to implement and design a table control component. 
The component’s purpose was to enhance data viewing and editing in component 
level. 
 
The component was done for CGI Finland as a part of a SONET Premium applica-
tion. Many different technologies were involved during specification, designing and 
implementation of the table control which enabled efficient development in the com-
ponent. The development was done agilely by using agile software development like 
Scrum. The technologies used will be described in this thesis.  
 
During the specification of the component many requirements were made which the 
component had to implement. The required features based on the requirements were 
implemented, which will be described in their own chapters as screenshots and ex-
amples of usage in the SONET Premium application.  
 
Many different challenges were also encountered in each of the development areas. 
However, solutions were found in the end to the problems, which are elaborated in 
this thesis. 
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 LYHENTEET JA TERMISTÖ 
 
Scrum  Ketterä projektinhallinnan viitekehys 
TFS  Team Foundation Server 
.NET Framework Microsoftin kehittämä ohjelmistokehys 
Yksikkötesti  Yksittäistä koodiosaa testaava testi    
IL-koodi  Käyttöympäristöstä riippumaton ohjelmointikieli 
JIT  Just-In-Time compilation eli ajonaikainen kääntäminen. 
CLR   Common Language Runtime 
CLI  Common Language Infrastructure 
FCL  Framework Class Library 
Kantaluokka Periytymisessä kutsuttava termi, jossa periytettävällä luo-
kalla tarkoitetaan kantaluokkaa 
Koodikatselmointi Tarkastelu, jolla pyritään löytämään virheitä ohjelmisto-
koodista tuotantovaiheessa 
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1 JOHDANTO 
Opinnäytetyön toteutusosan tarkoituksena oli suunnitella ja toteuttaa SONET Premi-
um sovellukseen uusi taulukkokomponentti, joka helpottaisi tiedon esittämistä, 
muokkaamista, viemistä ja tuomista toisiin ympäristöihin. 
 
SONET Premium ja sen edeltäjä SONET ovat tietojärjestelmäsovelluksia, jotka tar-
joavat talouden- henkilöstön ja toiminnanohjaukseen liittyviä ratkaisuja. Uusi kehit-
teillä oleva SONET Premium yhdistää aikaisemman kokemuksen ja nykyaikaisen 
teknologian uudeksi entistä tehokkaammaksi tavaksi käsitellä tietoja. Uuden tauluk-
kokomponentin tarkoituksena onkin tuoda uusia toiminnallisuuksia työtehokkuuden 
lisäämiseksi ja uuteen ulkoasuun sopeutuvaksi. 
 
Tässä opinnäytetyössä käydään lävitse itse projektia, sen kulkua, käytettyjä teknolo-
gioita ja vastaan tulleita haasteita. Työssä esitetään myös taulukkokomponentin toi-
minnallisuudet ja visuaalisen ilmeen SONET Premium -sovelluksen sisällä. 
2 PROJEKTI  
2.1 Lähtökohdat 
Uuden taulukkokomponentin määrittely lähti liikkeelle työsuhteeni alkaessa touko-
kuussa 2015. SONET Premium -sovelluksessa oli tarvetta parantaa sen käyttämää 
vanhaa taulukkokomponenttia, joka oli aiheuttanut erilaisia ongelmia sovelluskehi-
tyksessä. Uusi taulukkokomponentti voisi mahdollistaa tehokkaamman kehitysympä-
ristön ja tuoda uusia toimintoja komponenttia käyttäville sovelluskehittäjille. 
 
Vaikka SONET-tuote olikin minulle jo entuudestaan tuttu aikaisemmista työjaksois-
ta, niin ensimmäiseksi työksi tuli selvittää vanhan taulukkokomponentin ominaisuuk-
sia ja toiminnallisuuksia. Tämän selvitystyön tuloksista saataisiin tarkemmat lähtö-
kohdat uuden taulukkokomponentin määrittelylle. 
7 
 
 
Selvitystyön aikana ilmeni useita parannettavissa olevia epäkohtia. Vanha taulukko-
komponentti tuntui monimutkaiselta ja osittain jopa melkein käyttökelvottomalta 
käyttää. Moni kyseistä komponenttia käyttävä sovellussuunnittelija ei ollut tietoinen 
sen kaikista toiminnallisuuksista, ja osa ei ollut käyttänyt sitä laisinkaan sen moni-
mutkaisuuden vuoksi.  
 
Osasyynä vanhan taulukon hitauteen ja monimutkaisuuteen voidaankin pitää, että 
useissa tapauksissa vanhaa taulukkokomponenttia oli jouduttu käyttämään siten, että 
sen puuttuvat toiminnallisuudet oli ohjelmoitu sovelluslogiikkaan komponenttilogii-
kan sijasta. Tämänlaiset viritykset aiheuttivat paljon monimutkaisuutta ja hidastavat 
komponentin toimintaa merkittävästi. 
2.2 Aikataulutus 
Tarkkaa aikataulua taulukkokomponentin edistymiselle ei laadittu, koska sillä hetkel-
lä käytössä oli samaan aikaan vanha taulukkokomponentti. Sain lähes vapaat kädet 
uuden taulukkokomponentin luomiselle ja myös vastuun sen edistymisestä. Sovimme 
kuitenkin, että uuden taulukkokomponentin perustoiminnallisuudet tulee olla käytet-
tävissä viimeistään SONET Premiumin 2.0-versiossa. 
 
Aikataulun laatimista hankaloitti myös se, että kaikkia haluttuja toiminnallisuuksia ei 
tarkkaan ottaen tiedetty projektin alussa. Tavoitteena olikin lisätä uusia toiminnalli-
suuksia vasta perustoiminnallisuuksien jälkeen.  
2.3 Projektinhallinta 
Komponentin kehityksessä hyödynnettiin ketterään ohjelmistokehitykseen pohjautu-
via projektinhallintamenetelmiä. Pääasiallisena viitekehyksenä toimi Scrum-malli, 
jota toteutettiin Team Foundation Server -projektinhallintatyökalun avulla.  
 
Scrum-metodologiassa kehitystä tapahtuu kehitysjaksoissa (eng. sprint). Kehitysjak-
son päättyessä työstä saadaan julkaisukelpoinen tuote, jossa on toteutettuna kehitys-
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jaksosuunnittelussa (eng. sprint planning) suunnitellut toiminnallisuudet. Kehitysjak-
son pituus vaihtelee organisaatioittain, mutta tyypillisesti sen pituus on yksi kuukau-
si. (Meteoriitti, haettu 3.4.2016.) 
 
Taulukkokomponentin erilaiset toiminnallisuudet jaettiin erillisiin työkokonaisuuk-
siin, jotka sijoitettiin toteutettavaksi eri kehitysjaksoille. Yhden kehitysjakson kesto-
na käytettiin kahta viikkoa, koska julkaisukelpoisia kokonaisuuksia saatiin toteutet-
tua lyhyessä ajassa.  
2.4 Dokumentaatio 
Projektityön dokumentaation vastuu oli minulla. Kaikki työhön kuuluvat työosiot 
kirjattiin TFS-projektinhallintatyökaluun, johon dokumentoitiin muun muassa vaati-
musmäärittelyn vaatimuksia, toiminnallisuuksien tavoitteita ja julkaisuvalmiin toi-
minnallisuuden määritelmä. Työosuuksiin kuluvat työtuntien arviot ja toteutuneet 
tunnit kirjattiin myös työkaluun.  
  
Ketterässä ohjelmistokehityksessä arvostetaan enemmän toimivaa ohjelmistoa kuin 
kattavaa dokumentaatiota (agilemanifesto.org, haettu 4.4.2016.). Tätä ideologiaa 
noudattaen projektista ei tullut niin paljon laajoja ja formaaleja määrittely- ja suun-
nitteludokumentteja, vaan keskityimme enemmän tuotteen kehittämiseen.  
2.5 Haasteet 
Komponentin kehityksen aikana törmättiin useaan erilaiseen haasteeseen niin kom-
ponentin määrittely-, suunnittelu- kuin kehitysvaiheessakin. Vaikka määrittely- ja 
suunnittelutyötä oli tehty sen verran kuin tarpeelliseksi oli koettu, niin tulevia on-
gelmatilanteita oli aina vaikeaa, ellei jopa mahdotonta ennustaa etukäteen. Tämän 
vuoksi työkokonaisuuksien toteuttamista pyrittiinkin priorisoimaan niin, että mahdol-
liset haasteet tulisivat esille mahdollisimman nopeasti. 
 
Omasta mielestäni haasteellisin osa-alue oli suunnitella komponentin rajapinnat si-
ten, että komponenttia voitaisiin käyttää mutkattomasti kohdesovelluksessa. Tämä 
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osoittautui haasteelliseksi suurimmaksi osaksi sen vuoksi, että loppuen lopuksi koko 
komponentin käyttö perustuu näille toteutetuille rajapinnoille. Pahimmassa tapauk-
sessa koko komponentin perusta jouduttaisiin kirjoittamaan uusiksi suunnitteluvir-
heen vuoksi. 
 
Komponentin rajapintojen suunnittelun kriittisyyden vuoksi päätettiinkin tärkeimpien 
toiminnallisuuksien vaatimista rajapinnoista luoda protoversioita jo suunnitteluvai-
heessa. Näin saatiin parempi käsitys siitä, millaisia haasteita kehitystyö tuo muka-
naan ja miten toiminnallisuuden pystyisi suunnittelemaan paremmin.. 
 
Toiminnallisuuksien protoilu osoittautuikin toimivaksi, vaikka siihen kuluikin 
enemmän aikaa kuin siihen oli alun perin osannut ajatella. Ajankäytön arviointi oli-
kin haastavaa ennalta arvaamattomien haasteiden vuoksi. Aikataulun suunnittelua 
hankaloitti suurimmaksi osaksi myös se, että komponentin kehitystyön ohella tehtiin 
tarvittaessa kiireellisiä korjauksia komponenttia hyödyntävään sovellukseen. Lisäksi 
sovelluksen arkkitehtuuriin tehtiin jossain määrin muutoksia, jotta uuden komponen-
tin käyttäminen olisi helpompaa. 
 
Projektin etenemisen kannalta suuri haaste oli myös se, että komponentin määrittely-
osuus sijoittui kesälle, jolloin suurin osa määrittelyyn tarvittavista sovelluskehittäjistä 
olivat viettämässä kesälomiaan. Määrittelyprosessi etenikin suurimmaksi osaksi tä-
män vuoksi niin suunnittelu- kuin toteutusvaiheessakin. 
 
Komponentin toteutusvaiheen haasteellisimmaksi osuudeksi osoittautui kantaluokan 
osittainen muokkaamattomuus. Vaikka kantaluokaksi valittu DataGrid-luokka onkin 
suunniteltu hyvin muokattavaksi, niin osa sen toiminnallisuuksista on asetettu muok-
kaamattomaksi perustoiminnallisuuksien toimimisen suojaamiseksi. Näissä tapauk-
sissa uuden toiminnallisuuden ohjelmoiminen oli erityisen haastavaa ja aikaa vievää. 
 
Testauksessa suurin haaste oli saada komponentti ja sen tarvitsemat riippuvuudet tes-
tiympäristön testattavaksi vaivattomasti oikeilla komponentti- ja sovellusversioillaan. 
Riippuvuudet koostuivat suurimmaksi osaksi muokatusta palvelimesta, joka keskus-
telee sovelluksen kanssa ja itse sovelluksesta, johon uusi taulukkokomponentti on 
integroitu. 
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2.6 Testaus 
Kehitystyössä tapahtuu helposti erilaisia ohjelmointivirheitä ja puutteita, joita ei vält-
tämättä itse huomaa. Siksi onkin erityisen tärkeää, että testausta jaetaan useille eri 
henkilöille ja eri alueille, jotta saadaan mahdollisimman kattava näkemys eri näkö-
kulmista. Tärkeää on myös tietää tarkalleen mitä testataan ja miten toiminnallisuuden 
kuuluisi toimia. Taulukkokomponenttia toteuttaessa testausta jaettiinkin myös sovel-
luskehittäjille sekä komponenttitestaajille. 
 
Manuaalinen testaus tapahtui lähinnä uusia toiminnallisuuksia lisättäessä. Koodaus-
työn päätteeksi käytiin lävitse toteutettua toiminnallisuutta, ja tarkasteltiin sen toi-
mintaa. Tämän kevyen tarkastuksen jälkeen työ testautettiin komponenttitestaajalla, 
joka suoritti laajempialaista testausta. Jos muutokset menivät testauksesta lävitse, työ 
laitettiin eteenpäin sovelluskehittäjille. Sovelluskehittäjät testasivat lähinnä kom-
ponentin käytettävyyttä ja antoivat mahdollisesti palautetta uudesta toiminnallisuu-
desta.  
 
Osa automaattisesta testauksesta tapahtui Microsoft Unit Test Framework -
testausympäristössä luoduilla automaattisilla yksikkötesteillä, jotka luotiin ajettavak-
si uusia toiminnallisuuksia lisättäessä. Yksikkötestit mahdollistivat virheiden löytä-
misen aikaisessa vaiheessa, mikä nopeutti ohjelmointityötä ja vähensi manuaalisen 
testauksen määrää. 
3 KÄYTETYT TEKNIIKAT 
3.1 .NET Framework 
.NET Framework on Microsoftin kehittämä hallinnoitu kehitysympäristö, joka hal-
linnoi .NET-pohjaisia sovelluksia. Kehitysympäristö tarjoaa sovelluksilleen useita 
erilaisia palveluja, kuten yhteisen ajonaikaisen ympäristön ja kattavan luokkakirjas-
ton. Kehitysympäristö koostuukin pääasiassa kahdesta eri osasta: yleisestä ajoympä-
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ristöstä (Common Language Runtime, CLR) ja .NET Framework -luokkakirjastosta 
(Framework Class Library, FCL). (Microsoft a, haettu 27.3.2016.) 
 
CLR on ajonaikainen ympäristö ohjelmointikielille, jotka ovat CLR-sovellettuja. 
Useiden eri ohjelmointikielien tukeminen mahdollistaa muun muassa sen, että eri 
ohjelmointikielillä kirjoitettuja komponentteja voidaan hyödyntää keskenään. CLR-
yhtenäistää muun muassa virheilmoitukset samaan muotoon. (Richter, J. 2002 3.) 
 
FCL-luokkakirjasto on kattava kokoelma uudelleenkäytettäviä komponentteja, joka 
sisältää muun muassa perustietotyypit. FCL mahdollistaa useita erilaisia toiminnalli-
suuksia, kuten pääsyn käyttöjärjestelmä- verkko- ja turvallisuustoimintoihin. (Tech-
nopedia, haettu 27.3.2016.) 
 
.NET Framework 4.5 version arkkitehtuuri tarjoaa kehittäjille useita hyödyllisiä työ-
kaluja, kuten LINQ:n ja sen rinnakkaissuorituksen mahdollisuuden. Windows Pre-
sentation Foundation (WPF) kirjasto tarjoaa työkalut graafisen käyttöliittymän luo-
miselle. (Kuva 1.) 
 
Kuva 1. .NET Framework 4.5:n arkkitehtuuri (DotNet-tricks, haettu 27.3.2016.). 
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3.2 Windows Presentation Foundation 
WPF (Windows Presentation Foundation) on resoluutioriippumaton, vektoripohjai-
nen käyttöliittymän muodostava ohjelma, joka osaa hyödyntää nykyaikaista grafiik-
kalaitteistoa tehokkaasti. Se on osa .NET-ympäristöä, ja sen tarkoituksena on antaa 
työkalut käyttöliittymän suunnitteluun ja toteutukseen. (Microsoft b, haettu 
27.3.2016.)  
 
Helpottaakseen sovelluskehitystä WPF-tekniikka tarjoaa automaattisesti tapahtuvan 
sidontatapamallin (eng. DataBinding) kontrollien ja ohjelmassa olevien olioiden vä-
lille. Olioille voidaan muun muassa hakea tiedot tietokannasta ja esittää ne kontrol-
lissa. Kontrollissa voidaan myös muokata tietoa, joka voidaan heijastaa takaisin tie-
tokantaan sidonnan avulla. (Microsoft b, haettu 27.3.2016.) 
 
Niin efektien, tekstien, animaatioiden, äänien, kuvien sekä videoiden esittäminen 
ovat osa yhdistettyä kokoonpanoa, jota WPF tarjoaa. Käyttöliittymäpalvelut tarjoavat 
muun muassa valmiita kontrolleja, joita voidaan hyödyntää omissa kontrolleissa. 
Komponenttien tyyleillä voidaan mukauttaa kontrolli sovelluksen tyyliin sopivaksi. 
(Kuva 2). 
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Kuva 2. Windows Presentation Foundation:n arkkitehtuuri (slideshare, haettu 
27.3.2016.).  
3.3 C# 
C# on Microsoftin kehittämä tyyppiturvallinen olio-ohjelmointikieli. Se on rakennet-
tu vahvasti .NET-ympäristön ympärille, joten sen avulla ohjelmoidut ohjelmat ovat 
suunniteltu ajettaviksi .NET-ympäristössä. (Microsoft c, haettu 27.3.2016.) 
 
C#-kielellä voidaan muun muassa toteuttaa Windows-sovelluksia, jaettavia kom-
ponentteja ja tietokantaa hyödyntäviä sovelluksia. Toisien ohjelmistojen komponent-
teja voidaan hyödyntää yhteensopivasti, jolloin C#-kielen rajallisuus vähenee. Epä-
turvallisissa (eng. unsafe) koodilohkoissa voidaan myös käsitellä muistiosoitteita 
täsmällisesti osoittimien avulla. (Microsoft d, haettu 27.3.2016.) 
 
C#-kääntäjä hyödyntää ohjelmakoodia, resursseja sekä viittauksia luodakseen suori-
tettavan ohjelman. Käännösprosessissa ohjelmakoodista luodaan IL-koodia, jonka 
jälkeen CLR suorittaa ajonaikaisen käännöksen (eng. JIT compile), joka luo käänne-
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tystä IL-koodista suorittimen ymmärtävää konekieltä. .NET-kehys hyödyntää käyttö-
järjestelmän tarjoamia palveluja sekä käyttää .NET-kirjaston luokkia. (Kuva 3.) 
 
 
Kuva 3. C# koodin käännöksen ja ajonaikaiset riippuvuudet (Microsoft d, haettu 
27.3.) 
3.4 Team Foundation Server 
Team Foundation Server –työkalulla voidaan muun muassa toteuttaa version-, pro-
jektin-, dokumentoinnin- ja työkokonaisuuksienhallintaa sekä kokoonpanojen luomi-
nen yhdistetysti. TFS-työkalu on suunniteltu hyvin mukautuvaksi ja automatisoita-
vaksi, jotta se täyttäisi kaikki käyttäjän tarpeet. (Microsoft e, haettu 3.4.2016.) 
 
Mukautuvuus mahdollistaa muiden työkalujen hyödyntämisen TFS-työkalussa. Käy-
tännön esimerkkinä VisualStudio:ssa luotuja testejä voidaan ajaa automatisoidusti 
TFS-ympäristössä. (Kuva 4) 
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Kuva 4. TFS-työkalun integroitavuus muihin työkaluihin. (Microsoft f, haettu 
3.4.2016.) 
 
TFS:n projektinhallintatyökaluilla voidaan tarkkailla projektin etenemistä ja tilannet-
ta mukautetusti erilaisten prosessikehysmekanismien (eng. process template 
mechanism) avulla. Valmis prosessikehys ketterälle ohjelmistokehitykselle asentuu 
automaattisesti TFS-työkalun asennuksen yhteydessä, jota voi laajentaa tarpeiden 
mukaisesti. (Microsoft e, haettu 17.4.2016.)  
3.5 Microsoft Unit Test Framework 
Microsoft Unit Test Framework –ympäristö mahdollistaa yksikkötestien luomisen ja 
ajamisen Visual Studio -ohjelmankehitysympäristössä. Testauskehitysympäristö an-
taa kehittäjille valmiit luokat ja jäsenet testien luomiseen. Testit voidaan luoda koko-
naan tyhjästä pohjasta tai generoida automaattisesti kirjoitetusta ohjelmakoodista. 
(Microsoft g, haettu 27.3.2016.) 
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Yksikkötestit kirjoitetaan metodina, jolle on annettu TestMethod-attribuutti. Kaikki 
projektiin kuuluvat yksikkötestit voidaan ajaa suoraan ohjelmankehitysympäristöstä. 
(Kuva 5). 
 
 
Kuva 5. Microsoft Unit Test Framework –ympäristössä luotu yksikkötesti Visual 
Studio -ohjelmankehitysympäristössä (Microsoft h, haettu 27.3.2016.) 
 
Yksikkötestien testaamaa toiminnallisuutta tarkastellaan testausympäristön mukana 
tulevien luokkien avulla. Testaus metodissa voidaan käyttää muun muassa Assert-
luokkaa, joka tarjoaa monia vaihtoehtoja testin tuloksen oikeellisuuden tarkastuk-
seen. (Microsoft i, haettu 17.4.2016.)  
 
Microsoft Unit Test Framework –ympäristössä luotuja yksikkötestejä voidaan myös 
ajaa Team Foundation Build –työkalulla yhteensopivasti. Yksikkötestit voidaan aset-
taa automaattisesti suorittuvaksi koodin käännöksen aikana. (Microsoft j, haettu 
17.4.2016.) 
4 MÄÄRITTELY  
Komponentin määrittely alkoi heti alkuselvityksien jälkeen. Vastuu työn määrittelys-
tä annettiin suurimmaksi osaksi minulle ja osittain myös sovelluskehittäjille. Työlle 
ei ollut erillistä ulkopuolista asiakastilaajaa, vaan työ tehtiin niin sanottuna sisäisenä 
tilauksena.  
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4.1 Sovelluksen vaatimusmäärittely 
Sovelluskehityksessä on yleistä, että sovellukselle asetetaan erilaisia vaatimuksia, 
jotka sovelluksen tulisi toteuttaa. Vaatimukset eivät aina välttämättä ole molemmille 
osapuolille yksiselitteisiä, joten vaatimuksien konkretisoimiseksi ja vaatimuksien 
molemminpuolisen ymmärtämyksen takaamiseksi onkin tärkeää, että määrittelyä 
tehdään molempien osapuolien ymmärtävällä tavalla. (Lehtimäki, T, 160-161.) 
 
Sovellukselle asetetut vaatimukset jaetaan usein kolmeen eri luokkaan, jotka kuvaa-
vat mitä sovelluksella pystyy tekemään tai millaisia ominaisuuksia sillä on. Toimin-
nallisilla vaatimuksilla (eng. functional requirement) voidaan määritellä sovelluksen 
toiminnallisuus, esim sovelluksella tulee olla tuki oikeinkirjoitukselle. Ei-
toiminnallisissa vaatimuksissa (eng. non-functional requirement) voidaan määritellä 
tarkempia vaatimuksia, esimerkiksi käytettävän fontin nimi. Viimeinen vaatimus-
luokka on reunaehdot (constraints), joka esimerkiksi rajaa toteutuksen tietylle ympä-
ristölle. (Haikala & Mikkonen 2011, 61-65.)  
 
Hyvä vaatimus on riittävän selkeä, helposti ymmärrettävissä oleva, testattavissa ole-
va sekä eteen ja taaksepäin jäljitettävissä oleva vaatimus. Vaatimuksen testattavuu-
della tarkoitetaan sitä, että voidaan todeta onko vaatimus täytetty. Eteenpäin jäljitet-
tävyydellä voidaan todeta mitkä testitapaukset testaavat vaatimuksen toteutumista, ja 
taaksepäin jäljitetyllä mistä vaatimus on lähtöisin. (Haikala ym. 2011, 64.)  
 
Vaatimusmäärittelyn tärkein kieli on lähes aina luonnollinen kieli, mutta tarkempien 
määrityksien dokumentointiin voidaan tarvita yksityiskohtaisempia tapoja esittää 
vaatimus, kuten kaaviotekniikoita ja erilaisia määrittelynotaatioita. (Haikala ym. 
2011, 69.) 
4.2 Vaatimusmäärittely taulukkokomponentissa 
Komponentin vaatimusmäärittely oli suurimmaksi osaksi sovelluskehittäjien vastuul-
la, mutta koin kuitenkin tarpeelliseksi osallistua vaatimuksien laatimiseen, jottei vää-
rinymmärryksiä niiden osalta tulisi. Vaatimuksia laatiessa osaisin sanoa, jos vaatimus 
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olisi mielestäni epäselvä, tai jos sen pystyisi saavuttamaan erilaisella vaatimuksella 
paremmin. Selkeät ja yksiselitteiset vaatimukset ovat kuitenkin ehdottomat toteutuk-
sen onnistumisen kannalta.  
 
Komponentin vaatimusmäärittelystä pidettiin yhteinen palaveri useiden sovelluske-
hittäjien, muutaman sovellusarkkitehdin sekä minun kanssani. Palaverin tavoitteena 
olikin saada selkeä, yksiselitteinen sekä yksityiskohtainen vaatimusmäärittelydoku-
mentti, jota voitaisiin myös päivittää projektin edetessä. Dokumentti asetettiin kaik-
kien saataville yhteiselle verkkoasemalle, josta sitä pystyi päivittämään tarpeen vaa-
tiessa. 
 
Palaverin loputtua oli saatu kerättyä hyvä määrä niin toiminnallisia, kuin ei toimin-
nallisiakin vaatimuksia. Vaatimukset tuntuivat selkeiltä ymmärtää, ja ne antoivat hy-
vät lähtökohdat niin komponentin suunnittelulle kuin toteutuksellekin. 
4.3 Reunaehtojen määrittely 
Reunaehtojen laatiminen kuului kokonaan minun hommiini, vaikkei mitään tarkkaa 
dokumentaation tarvetta reunaehdoista ollutkaan. Mahdollisten reunaehtojen ja rajoi-
tuksien läpikäyminen tuntui kuitenkin järkevältä, jotta komponentin määrittely ja 
suunnittelu sujuisi moitteettomasti.  
 
Ensimmäiseksi reunaehdoksi todettiin, että komponentin tulee ehdottomasti olla hy-
vin yhteensopiva Sonet Premium -tuotteen kanssa, jotta sitä voidaan ylipäätään hyö-
dyntää samassa tuotteessa. Käytännössä tämä tarkoitti sitä, että komponentin toteu-
tusympäristö tulee rajoittaa samoihin tekniikoihin kuin Sonet Premium:n kehitysym-
päristö, jotta komponentin käyttö ohjelmakoodissa sujuu vaivattomasti ja tehokkaasti 
ilman ylimääräistä rajapintaa sovelluksen tekniikoiden välille.  
 
Toiseksi tärkeäksi reunaehdoksi todettiin käyttöliittymään liittyvän teknisen rajoitus. 
Kaikkien samassa tuotteessa olevien käyttöliittymäkontrollien esittäminen tulee olla 
esitettävissä samalla esitysteknologialla, joka tässä tapauksessa tarkoitti .NET-
pohjaista Windows Presentation Foundation -esitysteknologiaa. 
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5 SUUNNITTELU 
Komponentin suunnittelutyö alkoi heti määrittelyvaiheen jälkeen. Suunnittelun vas-
tuu ja sen laajuuden päättäminen oli kokonaan minulla. Koska työ toteutettiin sisäi-
sesti, emme kokeneet tarvetta noudattaa perinteistä suunnitteluprosessia niin muodol-
lisesti, kuin normaalisti asiakaslähtöisesti toteutettaisiin. 
5.1 Tekniikkasuunnittelu 
Määrittelyprosessin yhteydessä taulukkokomponentille oli määritelty muutamia reu-
naehtoja, jotka rajasivat mahdollisia toteutustekniikoita. Tässä vaiheessa prosessia oli 
löydettävä reunaehtojen toteuttavat tekniikat, jotka mahdollistivat komponentin to-
teuttamisen Sonet Premium -ympäristöön. 
 
Tarvittavia ja suunniteltavia tekniikoita oli muun muassa ohjelman toteuttavan oh-
jelmointikielen valinta, ohjelmointityön kehitysympäristö, toteutuksen testausympä-
ristö sekä komponentin esittävä käyttöliittymätekniikka. Näiden tekniikoiden valit-
semista rajasi suurimmaksi osaksi se, että komponentin tuleva käyttöympäristö on 
rakennettu .NET-pohjaisia teknologioita hyödyntäen. 
 
Käytännössä ohjelmointikieleksi olisi käynyt mikä vain CLI:n toteuttava kieli, mutta 
valinta oli kuitenkin jo selvä: C#-kieli, joka on erin omaan kehitetty .NET-
ympäristön ympärille, jonka kirjastot toteuttavat CLI:n vaatimukset. C#-kieli oli 
muutenkin minulle ja ohjelmakoodiani katselmoivalle tiimille tuttu, ja se oli hyväksi 
todettu. 
 
Ohjelmankehitysympäristöjä olisi ollut tarjolla monelta eri valmistajilta ja yhteisöil-
tä, mutta mistään niistä ei kuitenkaan mielestäni ollut potentiaalista kilpailijaa Mic-
rosoftin Visual Studio -ohjelmistolle. Kyseinen kehitysympäristö oli myös ollut ai-
kaisemmin käytössä, joten se oli jo entuudestaan tuttu. Tämän asian todettua kom-
ponentin ohjelmankehitysympäristöksi valittiinkin sillä hetkellä ollut uusin versio 
Visual Studio 2015 Enterprise -sovelluksesta.  
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Yhtenä Visual Studio -ohjelmankehitysympäristön valinnan hyvänä puolena voidaan 
pitää sen mukana tulevia laajoja suunnittelu-, kehitys- sekä testaustyökaluja. Sovel-
lustestauksen ohjelmallinen testaustekniikka oli vielä päätettävänä, mutta valinnassa 
ei nähty syytä olla käyttämättä Visual Studio:n mukana tulevaa Microsoft Unit Test 
Environment -yksikkötestaustyökalua, jota oli hyödynnetty jo komponenttia hyödyn-
tävässä sovelluksessakin. Valinta olikin selvä testauksen osalta. 
 
Viimeisenä teknisensuunnittelun osana oli komponentin esittävän tekniikan valinta. 
Tämän valitsemiseen ei itseasiassa ollut vaihtoehtoja, koska komponentin tulee toi-
mia samalla tekniikalla kuin Sonet Premium -tuotteen WPF-pohjainen käyttöliitty-
mätekniikka, joka valittiin esitysteknologiaksi. 
5.2 Kantaluokkasuunnittelu 
Osana komponentin suunnittelua oli mahdollisen kantaluokan valitseminen. Kanta-
luokka toimii todella tärkeässä roolissa osana koko komponentin suunnittelu- ja to-
teutusprosessia, koska kaikki kantaluokan päälle rakennettavat toiminnallisuudet 
pohjautuvat kyseiseen kantaluokkaan. Mahdollisen kantaluokan valitseminen ei siis 
ollut helppoa: pitäisikö käyttää valmista kantaluokkaa, jolloin muokattavuus kärsisi, 
vaiko luoda taulukkokomponentti lähes tyhjästä, jolloin kaikki perustoiminnallisuu-
det pitäisi luoda itse. 
 
Komponentin reunaehdoista olikin jo selvää, että kantaluokan tulee perustua WPF-
teknologiaan, joka käytännössä tarkoitti sitä, että toteutettavan komponentin tulee 
periä WPF:n luokkakirjastoon sisältyvä käyttöliittymään liittyvä luokka. Käyttöliit-
tymäluokan päälle on mahdollista rakentaa uusia komponentteja, joita voidaan hyö-
dyntää eri valmistajien komponenteissa.  
 
Taulukkokomponentin pohjaksi oli siis mahdollista ottaa joko WPF:n mukana tuleva 
valmis komponentti tai jonkun muun valmistajan luoma komponentti, joka pohjautuu 
WPF:n käyttöliittymä kantaluokkaan. Lähtökohtaisesti oltiin valmiita valitsemaan 
komponentin kantaluokaksi WPF:n luokkakirjastossa mukana tuleva DataGrid-
luokaa, joka tarjoaa samankaltaisia toiminnallisuuksia kuin uuden komponentin tulee 
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tarjota. Muiden valmistajien luomia komponentteja pidettiin kuitenkin myös mahdol-
lisena vaihtoehtona, joten niiden tarkastaminen tuntui hyvältä ajatukselta. 
  
Tarjolla olisi ollut niin ilmaisia, kuin maksullisiakin komponentteja. Monissa mak-
sullisissa komponenteissa oli jo valmiina osa toiminnallisuuksista, joita uuden kom-
ponentin tulisi toteuttaa. Ongelmana näissä olisi kuitenkin ollut se, että niiden muo-
kattavuus ei olisi niin hyvä kuin itse tehty toteutus. Komponentille ei myöskään ha-
luttu luoda riippuvuuksia maksullisiin komponentteihin, joten maksulliset vaihtoeh-
dot rajattiin pois harkinnasta.  
 
Jäljelle jääneistä ilmaisista komponenteista löytyi muutamia vaihtoehtoja, joita olisi 
mahdollista hyödyntää taulukkokomponentin kantaluokkana. Suurin osa näistä oli 
pieniä, yhden henkilön kehittämiä komponentteja, mutta vaihtoehtona löytyi myös 
yksi monen kehittäjän avoimena lähdekoodina jaettu luomus. Komponentin kanta-
luokaksi ei kuitenkaan uskallettu jättää yhden ihmisen tekemää toteutusta, joten jäl-
jelle jäänyt monen ihmisen kehittämä vaihtoehto jäi vain jäljelle WPF:n DataGrid-
kantaluokan lisäksi.  
 
Jäljelle jäänyt Xceed:n omistama WPFToolkit-luokkakirjasto vaikutti lupaavalta. 
Luokkakirjastossa oli myös samanniminen DataGrid-luokka, kuin WPF:n sisältämä 
luokka. Komponentti tarjosi monia toiminnallisuuksia, joita WPF:n vastaava kanta-
luokka ei kuitenkaan tarjonnut. Luokkakirjasto vaikutti myös tunnetulta ja suuressa 
käytössä olevalta. Komponentin testaamatta jättämiselle ei nähty syytä, joten sille 
luotiin testausympäristö, jotta sen suoriutumista käytännössä voitaisiin tarkastella. 
  
Testauksesta selvisi, että perustoiminnallisuudet toimivat suhteellisen hyvin. Kom-
ponentin käyttö tuntui nopealta ja vaivattomalta. Laajemmassa testauksessa kuitenkin 
valitettavasti huomattiin, että ongelmatilanteissa ratkaisua ei meinannut löytyä hel-
posti. Jotta uudelle komponentille voitaisiin rakentaa uusia toiminnallisuuksia, niin 
vastaantuleviin ongelmiin pitäisi löytyä ratkaisu nopeasti.  
 
Komponentille ei myöskään ollut olemassa ilmaista tukea ongelmatilanteisiin, joten 
sen käyttäminen kantaluokkana ei tuntunutkaan enää hyvältä. Pitkän pohtimisen jäl-
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keen päätettiinkin palata alkuperäiseen ideaan valita WPF:n DataGrid-luokka kanta-
luokaksi. 
 
Kuvassa 6 esitetään WPF:n DataGrid luokan käyttämistä C#-kielellä. Koodissa alus-
tetaan dataGrid-niminen olio WPF:n DataGrid-luokasta. Taulukolle luodaan kaksi 
saraketta, joille luodaan WPF:n tarjoama tietosidonta string1 ja string2 nimisille 
ominaisuuksille. Lopuksi taulukkoon asetetaan yksi anonyymi olio esitettäväksi, joka 
tarjoaa sidonnassa määritetyt string1 ja string2 nimiset ominaisuudet.  
 
 
Kuva 6. Esimerkki DataGrid-luokan käyttämisestä C#-koodista käsin. 
5.3 Komponenttisuunnittelu 
Työn määrittelyn loputtua komponentti oli päätetty toteuttaa kohdesovellukseen 
omana komponenttinaan, jotta se olisi helposti ylläpidettävissä ja testattavissa omana 
kokonaisuutenaan. Lisäksi taulukon komponenttimainen kehittäminen auttaa kehit-
tämään kontrollista tuoteriippumattoman, joka parantaa komponentin uudelleenkäy-
tön mahdollisuuksia toisissa tuotteissa huomattavasti. 
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Komponentin suunnittelussa komponentin tarjoamista toiminnallisista rajapinnoista 
pyrittiin tekemään niin selkeitä ja helppokäyttöisiä kuin vain mahdollista. Tavoite ei 
kuitenkaan ollut helppo, koska uudessa komponentissa oli määritelty paljon toimin-
nallisuuksia. Nämä toiminnalliset rajapinnat olisi voinut tehdä monella eri tavalla, 
joten yhtä ainoaa oikeaa ratkaisua ei aina tuntunut olevan.  
 
Yksi hankala päätös oli esimerkiksi se, että pitäisikö komponentin käyttäjä asettaa 
taulukon sarakekohtaiset ominaisuudet itse sarakeolioille, vaiko pitäisikö taulukon 
tarjota toiminnallisuus, joka asettaa ominaisuuden sarakkeelle taulukon sisäisesti. 
Toisaalta on selkeää, että toiminnallisuudet asetettaisiin suoraan sarakkeelle, mutta 
toisaalta taas sarakkkeiden käsittely komponentin ulkopuolella ei ole kovin suositel-
tavaa. Lopuksi päädyttiin kuitenkin tarjoamaan sarakekohtaiset toiminnallisuudet 
suoraan taulukkokomponentin rajapintojen kautta, jotta toiminnallisuudet olisivat 
helpommin saatavilla komponenttia käyttävän puolen osalta. 
5.4 Käyttöliittymäsuunnittelu 
Komponentin käyttöliittymäsuunnittelun päätavoitteina oli saada mahdollisimman 
selkeä ja helposti ymmärrettävä kontrolli. Käyttöliittymän tulee olla visuaalisesti sa-
manlaisen näköinen kuin kaikki muutkin kontrollit samassa tuotteessa, joten kom-
ponentille ei ollut järkevää luoda omaa erillistä käyttöliittymää. Tämän päätöksen 
seurauksena komponentin käyttöliittymä suunniteltiin suoraan Sonet Premium -
ympäristöön sopivaksi, niin värimaailmaltaan, typografialtaan sekä käyttöliittymäl-
tään muutenkin yhdenmukaiseksi. 
 
Sonet Premium -sovelluksessa oli olemassa jo kaksi saman tyyppistä kontrollia, ku-
ten uusi komponenttikin: luettava vierityskomponentti sekä vanha taulukkokompo-
nentti. Nämä kaksi olemassa olevaa kontrollia ja uusi komponentti jakavat keskenään 
samanlaisia toiminnallisuuksia ja ominaisuuksia, joten niiden ulkoasut on hyvä 
suunnitella yhdenmukaisiksi. 
 
Komponentin ulkoasun pohjaksi valittiin vanhan taulukkokomponentin ulkoasu, joka 
muistutti enemmän uutta komponenttia kuin luettava vierityskomponentti. Ulkoasus-
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sa oli vielä hyvin tilaa uusille painikkeille työkalurivillä, ja se oli muutenkin hyvin 
yhteensopiva uuden komponentti rakenteen kanssa.  
 
Työkalurivillä jo entuudestaan ollut rivitietojen vienti-painike sai jäädä samalle pai-
kalle kuin vanhassakin taulukossakin, eli työkalurivin vasempaan yläreunaan. Työka-
lurivin oikealle puolelle lisättiin uusi rajauspainike. (Kuva 7) 
  
 
Kuva 7. Taulukkokomponentin käyttöliittymä Sonet Premium -sovelluksessa. 
6 TOIMINNALLISUUDET 
6.1 Toteutuksesta 
Uuden taulukkokomponentin toteutustyö tapahtui suurimmaksi osaksi määrittely- ja 
suunnittelutyön jälkeen, mutta osaksi myös niiden aikanakin. Komponenttia toteutet-
tiin prototyyppimäisesti, koska se helpotti näkemään tulevia ongelmakohtia ja esteitä 
jo suunnitteluvaiheessakin. 
 
Ennen protoilua ja varsinaista toteutustyötä reunaehdoista ja suunnittelutyön tulok-
sista olikin jo selvää, että rakennettava komponentti tulee toteuttaa .NET-
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ympäristöön WPF-tekniikkaa hyödyntäen. Ohjelmointikieleksi oli valittu .NET-
pohjainen C#-kieli, ja kehitysympäristöksi työasemalle oli asennettu Visual Studio -
kehitysympäristö valmiiksi. Microsoft Unit Test Framework -testausympäristö asen-
tui Visual Studion ohella valmiina käytettäväksi.  
 
Suunnitteluvaiheessa työn komponenttimainen kehitystapa oli koettu tarpeelliseksi, 
joten suurin osa komponentin kehitystyöstä tapahtui erillisessä ohjelmaprojektissa 
kohdeprojektista riippumattomana. Päätös osoittautuikin hyväksi, koska se mahdol-
listi nopean kehityksen ilman riippuvuuteen liittyviä ongelmia. 
6.2 Perustoiminnallisuudet 
Taulukkokomponentin pääperustoiminnallisuuksiin voidaan muun muassa todeta an-
nettujen tietojen esittäminen, editointi, lisääminen ja poistaminen komponentin käyt-
töliittymän kautta. Käyttäjän tulee myös pystyä järjestämään tiedot suuruus tai pie-
nuus järjestykseen, muokata sarakkeen kokoa, ja siirtää saraketta toiseen paikkaan. 
Arvoa syötettäessä komponentti mahdollistaa syötetyn arvon hyväksymisen tai hyl-
käämisen muutokseksi heti muutoksen jälkeen.  
 
Muihin perustoiminnallisuuksiin mukaan lukeutui transaktionaalisuus käyttäjän muu-
toksien osalta. Muutoksien transaktionaalisuudella pyrittiin siihen, että käyttäjän te-
kemät muutokset eivät tallennu suoraan muutoksien jälkeen, vaan muutokset on 
mahdollista joko hyväksyä tai perua kokonaisuutena. Transaktionaalisuudella pyrit-
tiin myös vähentämään liikennettä tietokannan välillä ja parantamaan virhealttiutta 
komponentissa. 
 
Taulukkokomponentti esittää keskeneräiset muutokset käyttäjälle hyödyntäen ennalta 
määriteltyjä värejä, jotka voidaan välittää komponentille julkisten rajapintojen kaut-
ta. Työkalupalkki ja muut taulukon osat voidaan myös värjätä erivärisiksi tyylien 
kautta. 
 
Kuvassa 8 taulukkokomponentti esittää muokattuja rivejä keltaisella, poistettavia pu-
naisella ja uusia vaaleansinisellä. Valittu rivi näkyy sinisellä, ja valittu solu on ympä-
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röity mustalla ääriviivalla. Krediitit-sarakkeelle on myös määritelty negatiivinen pu-
naisella ominaisuus, joka asettaa tekstin värin punaiseksi solun arvon ollessa negatii-
vinen. Sarakkeen nouseva tai laskeva järjestys esitetään väkäsenä sarakkeen oikealla 
puolella. 
 
 
Kuva 8. Taulukkokomponentin perustoiminnallisuuksiin kuului muun muassa rivin 
soludatan esittäminen, editoiminen sekä rivien poistaminen ja lisääminen. 
 
Käyttäjän tallettaessa muutoksia komponentti tarjoaa tiedot muuttuneista arvoista 
ohjelmakoodiin, josta voidaan muun muassa tarkastaa mahdollisia ristiriitoja ja on-
gelmatilanteita muutoksiin liittyen (Kuva 9). Tarkastusprosessin jälkeen muutokset 
voidaan joko poistaa tai hyväksyä ohjelmakoodissa. Prosessin jälkeen muutoksista 
aiheutuneet rivien väritykset katoavat, jos muutokset hyväksytään tai jäävät entisel-
leen hylättäessä.  
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Kuva 9. Muutoksien käsitteleminen ohjelmakoodissa. 
6.3 Sarakeryhmittely 
Yksi hyödyllisimmistä komponenttiin toteutetuista toiminnallisuuksista oli sarake-
ryhmittely. Aikaisemmassa taulukkokomponentissa vastaavanlainen toteutus oli teh-
ty luomalla ylimääräisiä rivejä taulukkoon esittämään ryhmärivejä, ja lisäämällä 
ryhmille kuuluvat rivit niiden alapuolelle. Rivien uudelleen järjestys jouduttiin kui-
tenkin tekemään manuaalisesti, joten sen käyttäminen oli kankeaa ja työlästä. Uuden 
komponentin tulikin tarjota rajapinnat sarakeryhmittelyyn ja toteuttaa ryhmittely 
komponentin sisäisesti. 
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Toteutuneessa sarakeryhmittelyssä taulukkokomponentille voidaan antaa sarake, 
jonka mukaan ryhmittely halutaan tehdä. Tämän jälkeen komponentti osaa ryhmittää 
rivit automaattisesti luotujen ryhmien alle. Uusia rivejä lisättäessä rivi asettuu auto-
maattisesti oikean ryhmän alle, tai uuden ryhmäarvon sattuessa uuden ryhmän alle. 
Sarakkeita voidaan myös antaa rajapinnan kautta useita, jolloin rivien ryhmiä esite-
tään sisäkkäin. 
 
Kuvassa 10 Asuinpaikka-sarakkeelle on asetettu sarakeryhmittelytoiminnallisuus. 
Jokaiselle eri paikkakunnalla asuvalle kuntalaiselle on luotu automaattisesti oma 
ryhmänsä, joka esitetään avattavana tai suljettavana elementtinä rivien yläpuolella. 
Rivit ovat myös järjestetty laskevaan järjestykseen asuinkunnan perusteella. 
 
 
Kuva 10. Sarakkeiden ryhmittely taulukkokomponentissa Sonet Premium:ssa. 
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6.4 Sarakesummat 
Taulukkokomponentti mahdollistaa sarakekohtaisten summatietojen esittämisen sa-
rakkeissa. Saraketieto voi olla joko summa tai keskiarvo, ja se voidaan esittää yhtei-
senä arvona koko sarakkeella tai sarakeryhmään kuuluvalla ryhmätietona. Tietojen 
muuttuessa sarakesummat päivittyvät automaattisesti. 
 
Kuvassa 11 on luotu taulukkokomponentti, joka on asetettu esittämään kolmea sara-
ketta. Taulukon esittämä data on asetettu ryhmiteltäväksi Asuinpaikka-sarakkeen pe-
rusteella. Krediitit-sarake on asetettu laskemaan jokaisen eri kaupungin yhteenlaske-
tut krediitit. 
 
 
Kuva 11. Esimerkki taulukon luomisesta sekä ryhmä ja ryhmäsumman asettamisesta 
koodista käsin. 
 
Kuvassa 12 Krediitit-sarakkeelle on asetettu sarakeryhmäsumma esitettäväksi. Tau-
lukkokomponentti on laskenut kyseiset summat automaattisesti, ja esittää ne horison-
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taalisesti samalla saraketasolla sarakkeen kanssa. Saraketta venyttäessä tai siirrettäes-
sä summakentät päivittyvät muutoksen ohella samalle tasolle. 
 
 
Kuva 12. Sarakesummat taulukkokomponentissa 
6.5 Rivien suodatus 
Yhtenä vaatimuksena oli rivien suodattaminen komponentin sisäisesti. Aikaisem-
massa komponentissa ei ollut rivien rajausta ollenkaan, vaan rajaus oli vain mahdol-
lista tehdä ladattaviin riveihin koodista käsin. Rajauksien kirjoittaminen koodiin ei 
kuitenkaan ole aina hyvin käyttökelpoista, joten kyseiselle toiminnallisuudelle oli 
suuri tarve. Rivisuodatuksen ideana ei kuitenkaan ollut poistaa taulukkoon tuotavan 
rivimäärän rajaamista, vaan suorittaa pieniä rajauksia komponentille annetuille riveil-
le.  
 
Komponentin sarakekohtaisilla suodattimilla on mahdollista antaa suodin jokaiselle 
taulukossa esitetylle sarakkeelle. Jokaiselle sarakkeelle voidaan antaa erilainen suo-
datusmenetelmä ja suodin arvo. Suodatusmenetelmävaihtoehdot riippuvat esitettävän 
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datan tyypistä, jottei turhia hakuvaihtoehtoja ole saatavilla. Suodatettujen rivien lu-
kumäärä ja rivien kokonaisluku esitetään komponentissa oikeassa yläkulmassa ra-
jausnappulan vieressä, kuten kuvasta 13 voidaan todeta.  
 
 
Kuva 13. Rivien suodatusominaisuudet merkkijonotyyppistä dataa esittävässä sarak-
keessa. 
6.6 Rivitietojen vienti taulukosta 
Yhtenä tarpeena oli mahdollistaa rivitietojen vienti taulukosta muihin ympäristöihin. 
Vienti toiminnallisuuden avulla tietoja voidaan muuan muassa muokata ja katsella 
muissa taulukkokäsittely sovelluksissa, ja tuoda muutokset takaisin sovellukseen 
tuonti ohjelmilla. 
 
Kuvassa 14 käyttäjä on valinnut kaksi riviä vietäväksi toiseen ympäristöön. Valitut 
rivit voidaan joko kopioida leikepöydälle tai viedä suoraan Excelin ymmärtävään 
tiedostoformaattiin esitettäväksi. Käyttäjä voi myös viedä kaikki rivit Exceliin tai 
tallentaa taulukon esittämän datan tiedostoon. 
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Kuva 14. Rivitietojen vienti taulukosta. 
7 YHTEENVETO 
 
Opinnäytetyössä määriteltiin, suunniteltiin ja toteutettiin kontrollikomponentti 
SONET Premium -ympäristöön. Komponenttia kehitettiin suurimmaksi osaksi .NET-
pohjaistein teknologioiden avulla ketterillä ohjelmistonkehitys kehyksillä. 
  
Työn ohella kohdattiin monenlaisiin haasteisiin, joka antoi käsityksen siitä, mitä 
kaikkea komponentin kehitystyö vaatiikaan. Komponentin etukäteinen suunnittelu 
todettiin muun muassa hankalaksi, koska osa toiminnallisuuksien hyödyllisyydestä ja 
toimivuudesta voidaan todeta vasta kehitystyön jälkeen. Suunnittelutyön haasteelli-
suuden ohella myös kehitystyökin voi olla haasteellista ja monimutkaista. Esille tul-
leisiin ongelmiin löytyy kuitenkin usein joko selvä ratkaisu, tai ainakin vaihtoehtoi-
nen ratkaisu ongelman ratkaisemiseksi. 
  
Toivon, että kehitetylle taulukkokomponentille tulee tulevaisuudessa paljon käyttöä, 
ja että sitä voitaisiin mahdollisesti hyödyntää muissakin sovelluksissa komponentti-
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maisuutensa vuoksi. Näillä näkymin taulukkokomponentin kehitystyö tulee jatku-
maan Sonet Premium -sovelluskehityksen ohella, kun uusia tarpeita ja kehitysideoita 
tulee esille. 
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