Designing a user interface is often a complex undertaking. Modelbased user interface design is an approach where models and mappings between them form the basis for creating and specifying the design of a user interface. Such models usually include descriptions of the tasks of the prospective user, but there is considerable variation in the other models that are employed. This paper explores the extent to which the notion of interaction space is useful as an abstraction mechanism to reduce the complexity of creating and specifying a user interface design. We present how we designed a specific user interface through use of design techniques and models that employ the notion of interaction space. This design effort departed from the task models in an object-oriented model of the users' problem and application domains. The lessons learned emphasize that the notion of interactions spaces is a useful abstraction mechanism that can help user interface designers exploit object-oriented analysis results and reduce the complexity of designing a user interface.
INTRODUCTION
Models and specifications are key elements in many software development projects. It has been documented that software development based on specifications produce systems with a high level of functionality and robustness [1] . Accordingly, it has been suggested that specifications are crucial in projects where high technical complexity makes software reliability and verification paramount, e.g. batch systems, process control systems, complex systems and safety-critical systems [18] . In many interactive systems, the user interface accounts for a large part of the code and is a major source of complexity [1] .
In software engineering, it is generally agreed that developers use abstraction and decomposition to cope with complexity in software design [6] [9] [22] [24] . This use of abstraction and decomposition as vehicles for human reflection has also been denoted as the analytical mode of operation [13] . The analytical mode of operation relies on abstraction mechanisms, which are concepts or language constructs that support abstraction and decomposition. The notion of objects and classes is an example of abstraction mechanisms that support abstraction and decomposition of phenomena in a problem domain [5] [21] . Designers employ these concepts for taming the complexity of a software design effort. In user interface design, the notion of task is an example of an abstraction mechanism that is used in several model notations.
Model-based user interface design aims to support an analytical mode of operation in user interface design with a range of models and mappings between them [10] . It has been emphasized that within this approach, there is no consensus about the models to use and the notations employed in the models [3] .
The purpose of this paper is to move beyond specific model notations by exploring an abstraction mechanism for user interface design. The aim is to identify an abstraction mechanism and establish to what extent it supports abstraction and decomposition in user interface design. In the following section 2, we present related work in model-based user interface design and discuss potential abstraction mechanisms. The results presente din this paper are based on a case study of the process of designing the user interface of an interactive location-aware mobile system to support communication in a specific safety-critical application domain. The domain was the fuel department of a coal-based power plant. This case study is presented in section 3. Section 4 provides an overview of the results from an object-oriented analysis that was conducted prior to the case study. Section 5 presents the process and result of designing the user interface of the mobile application. Section 6 elaborates on the lessons learned from the case study. Finally, section 7 provides the conclusion.
RELATED WORK
Model-based user interface design includes two major streams of work. The first stream focuses on model features and mappings between models. The aim is to develop computerized tools to support the models and transformations between them, e.g. [4] [20] . A key topic in this stream is denoted as the mapping problem, which refers to the need for handling transformations from one model to another [3] [10] . The main problem in this stream is to derive models of concrete user interfaces from more abstract models. This has been described as the abstract-toconcrete gap [15] . Some tools handle this gap by requiring human intervention in certain activities of the design process [23] .
The second stream of work in model-based user interface design focuses on the creative process that is conducted by human designers. The aim is to provide tools and techniques that support humans in handling the complexities involved in the design task. This has also been denoted as design heuristics [19] .
Our work is within the second stream. With this approach it is crucial to develop strong abstraction mechanisms that can help designers tame the complexities of the user interface design task.
The literature reflects three different types of abstraction mechanisms that have been suggested for user interface design. The first type originates from user interface technology. In the Cameleon reference framework [2] , the most abstract description of a user interface is a logical model that is based on elements that are abstractions of existing widgets [10] . Thus this approach employs an abstraction mechanism that is derived from existing user interface technology.
The second type of abstraction mechanisms originates from the domain of the prospective users of the system. Some focus on the tasks of the users. Tasks are a key element of the application domain of a system [12] . Most task-driven design techniques exploit hierarchically organized task structures with temporal dependencies between sub-tasks to derive models of user interfaces [20] . Others focus on the objects of the users' work. This is a key element in the problem domain of a system [12] . Finally, there are attempts to include both tasks and objects [11] .
The notion of interaction space is an interesting abstraction mechanism for model-based design of user interfaces. It is used in the Wisdom (Whitewater Interactive System Development with Object Models) method [16] [17] . An interaction space is a part of the user interface that facilitates some specific interaction between the user and the system. It is a class that will be used to generate elements for the user interface. Examples of interaction spaces are higher-level widgets such as windows, menus and panels. It has a graphical representation that can be used in combination with models based on the UML notation.
The concept of views has been suggested as a vehicle for design of the user interface. For a given task, the designer defines how many views are needed to support that task. Then the sub-tasks of that task are distributed on the views [23] . This idea is similar to interaction spaces in the sense that an abstract concept forms the basis for design. However, a view represents a screen or part of a screen and thereby, it is less abstract than an interaction space that can represent any mean for interaction..
In the rest of this paper, we explore to what extent the notion of interaction space is useful as an abstraction mechanism for user interface design. The discussion is based on a case study that is presented in the following section. 
CASE STUDY
The case study was conducted at Nordjyllandsvaerket, a coalbased power plant situated in Northern Jutland in Denmark, see Figure 1 . The plant produces central heating, electricity, and byproducts that are used in the production of cement. We limited the case study to the fuel department of the power plant, see the diagram in Figure 1 .
The plant is divided into two independent production plants (the two locations #7). The coal for the two plants is supplied from a central storage area (locations #2 and #3). The fuel-department is responsible for delivering the coal used in the two production plants, amounting daily to 5000 tons of coal for each.
The employees in the fuel department continuously monitor and control the transportation of coal. They must ensure that the correct amount of coal arrives to the correct location and that the coal has certain properties and quality. To ensure this, the coal is processed (locations #4 and #5) before transporting it to the final location (location #7). Another important task is to prevent the coal in the storage area from self-combusting.
The employees perform a variety of different tasks to ensure that the needed amount of coal is delivered to the two production plants. To coordinate the tasks described above, quick and easy communication is important, and in some cases even essential in order to carry out the job in a safe and efficient manner. At the present, the devices used for communicating are VHF-radios (walkie-talkies), DECT wireless phones, and some times mobile phones. The control tower (location #6) is the only location where all the necessary information is accessible and it is also the place where employees can operate and control most of the machinery. Every element of the transportation of coal can be controlled through the existing system, but only through a complex coordination process. When a problem arises, which cannot be solved from the control room, for example in the Grinder building (location #5), the person situated here trying to solve a problem does not have access to the relevant information. Furthermore specific parts of the machinery can only be controlled from inside the Grinder building. The only way to gain access to the information systems in the control room is by communicating with a person in the control room either by phone or walkietalkie.
Often the phones are not usable because of the weak signal; hence the only tool for communicating is the walkie-talkie. Several problems are related to the use of this device. Many conveyorbelts run underground, which disrupts the signal, and the machines and conveyor belts are often placed inside concrete buildings, which also disrupts the signal. Finally, there is a deafening noise inside these buildings, which makes talking to each other difficult, and using any kind of mobile device for verbal communication is virtually impossible.
ANALYSIS RESULTS
Prior to the case study, we had conducted an object-oriented analysis of a location-aware mobile communicator to support employees in the application domain presented above. This was based on OOA&D, a typical object-oriented analysis method [12] . Below, we present the relevant results from this analysis.
The overall idea of the application was summarized in the following system definition: Two main models were produced during analysis. The users' work tasks in the application domain were described in terms of use cases. We identified nine use cases that should be supported by the system. We modelled each of these. There are two roles in the problem domain: controller and field worker. In order to model their different responsibilities and to emphasize the purpose of the system, we expressed the work in terms of activity models with responsibilities. Wisdom [17] denotes this as an essential task flow diagram. For an example, see Figure 2 .
The problem domain was described by a class diagram and a set of statechart diagrams. The class diagram depicts the physical locations, the communication, and the users relevant to our system, see Figure 3 . For each class, there was also a state chart diagram that describes the detailed behaviour for objects from this class.
Finally, the analysis produced a list of 22 functions that the system should include. The list describes each function and specifies its complexity and type. 
USER INTERFACE DESIGN
The user interface design departed directly from the results of the object-oriented analysis.
Individual Interaction Models
We started making individual interaction models. For each essential task flow diagram, we made an individual interaction model. This model provides a set of interaction spaces that are needed to support a user that is carrying out the task.
An individual interaction model is defined by taking the corresponding task flow diagram and on the right hand side of this diagram drawing up the interaction spaces that is needed to support each activity in the diagram. This is illustrated in Figure 4 , where we have added two interaction spaces on the right hand side. These two are examples of two interaction spaces that can be applied in many cases: browser and view [17] . The browser is an interaction space that shows and enables selection of a number of objects of a class. In this case it shows the parts that are visible at a specific location, and the user is able to select one of these objects. The view provides information about a single object. In this case it is information about the part the user has chosen. The next step is to add what Wisdom refers to as task classes that are related to individual interaction spaces. However, here we discovered a source of confusion. The whole diagram describes how a task is carried out, and as part of that, we describe something that is also referred to as tasks. In order to differentiate, we denoted the activity related to an interaction space as an interaction task.
Thus for each interaction space in the diagram, we describe the interaction task or tasks that are supported by that interaction space. In Figure 5 we have added interaction tasks for the two interaction spaces. This is done for each essential task flow diagram. In our case, we had nine diagrams, so we ended up with 9 individual models like the one shown in Figure 5 . 
General Interaction Model
When all of the individual interaction models are complete, they are combined into a general interaction model. The general interaction model describes all the interaction spaces and interaction tasks that the system must support.
In our case, we had two roles, controller and field worker, and in the task models, we had divided the description between them. Thus we were able to relate the interaction spaces to each role. Therefore, we decided to make a separate general interaction model for each of the roles. Figure 6 shows the general interaction model for the Field worker. A general interaction model was also made for the Controller This is illustrated in Figure 7 . For both models, the first version of the general interaction model only included the two leftmost columns.
Figure 6. The general interaction model for the Field worker
In the process of mapping the individual interaction models into the general interaction model, repeated task classes and interaction spaces were eliminated. 
Relation to Problem Domain Classes
Up to this point, the user interface design involved only the task models from the results of the object-oriented analysis. However, we also used the class diagram, see Figure 3 . This was done by relating each interaction task to the objects it involved. This is illustrated in the rightmost columns of Figure 6 . For example, the choose part interaction task involves an object from the Machine class which in turn involves an object from the Part class.
The different symbols used for the problem domain classes are not important for this example. Thus this part of the general interaction diagram describes the relation between the interaction model and the problem domain model that is described on the overall level by the class diagram.
For the Controller, we also described the relation between the interaction tasks and the classes in the class diagram. This is the rightmost column in Figure 7 .
Both of these general interaction models illustrate the relation between interaction spaces and problem domain classes. Each interaction task is related to one problem domain class. This is a useful criterion for assessing the interaction tasks you have defined; if an interaction involves more than one class, it might be considered to break it down further.
Updating Task Flow Diagrams
The work process described in a task flow diagram involves a number of interaction tasks. For the diagram in Figure 5 , there are two interaction tasks: choose part and view part. We have used this relationship to describe more structure in the task flow diagrams. We did this by creating an overall state for each interaction task. This is illustrated in Figure 8 . This provides a clear relation between the use of the interaction spaces of the system and the description of the users' work in the task flow diagrams. It describes the sequence in the use of the system. In Wisdom, this is modelled in a so-called dialogue model [17] .
Creating the Presentation Model
The general interaction diagrams were used for creating a presentation model for the system. The presentation model describes the classes that will be used to generate object in the user interface. It is a single model for the whole system that is based on the interaction spaces. The interaction spaces are transformed to classes one by one, and they are related to each other with object-oriented structures. The presentation model for the whole system is shown in Figure 9 . The attributes of the classes in the diagram are defined from the detailed class diagram for the problem domain, and the operations are defined by distributing the function list from analysis on the individual presentation model classes.
Designing the User Interface
The last activity was to design the concrete user interface from the presentation model and the task flow diagrams. This encompassed two concurrent flows of activities, corresponding to the dialogue model and the task flow diagrams. The presentation model describes the elements that are included in a specific window, and the relevant task flow diagram describes the order in which they are employed by the user when solving a task.
When the concrete user interface was designed, it turned out to be difficult to group objects on screens, and it was crucial to take the screen size and the different means for interaction into account.
The design of one screen in the system is illustrated in Figure  10 . This window is the one that support the task described in Figure 2 . It includes three classes Location View, Part View and Part Browser in the presentation model, see the lower left part of Figure 9 .
Based on this design, we implemented a functional prototype. A window of this prototype is shown in Figure 10 .
The prototype was implemented in the .Net Compact Framework. This forced some alterations to the design of the individual screens of the prototype. One major change was that the tab panes had to be moved to the bottom of the screen, as it was impossible to place them at the top. Also using the navigation button of the PDA for navigation between the tab panes had to be excluded due to an error in the .Net Compact Framework. Instead, navigation was accomplished by finger touch. Furthermore, it was impossible to determine the size of each tab pane, which made it questionable whether they where large enough to be used for finger touch navigation. Finally, the bottom of the screen could not be used as it was reserved for other PDA functionality. The usability of the implemented prototype was evaluated in two ways: (1) a heuristic inspection performed by five usability experts [14] , and (2) a field evaluation in cooperation with five employees at the power plant, who are the prospective users of the mobile system. In the field test, the workers used the system while members of the development team controlled the communication with the PDA in order to simulate a realistic work process. After the work tasks were completed, the user was interviewed about the usability of the system.
The overall results of these evaluations showed us that the system was indeed usable. The employees were positive towards actually using the system instead of the walkie-talkie. One of them even said that he actually found this way of communicating better because he was sometimes disturbed by all the non-work related talk taking place over the VHF-radio. The employees all agreed that, especially in the locations, where the noise level is high, the system would be very useful, and they would want to use the system, if it was fully implemented. Despite disagreeing on how detailed information that the system should provide in the status and alarm sections, they all found the presented information useful in both solving problems and monitoring the production line.
LESSONS LEARNED
Through the case study of designing the user interface for the mobile communication device for the power plant, we learned the following lessons:
• The results from the object-oriented analysis was a productive basis for user interface design • The models that we used were well related to each other
• The notion of interaction spaces was a useful abstraction mechanism (we got hold of the task) • The abstraction allowed us to focus on the essential elements and defer detailed design issues • The design process enabled us to produce a novel user interface design • Methodological support for the detailed user interface design was needed
The design process departed from the results of an objectoriented analysis. Selected results from the analysis were directly applicable, and we had no need to make additional analysis activities. Thus the case study demonstrates that it is possible to tie object-orientation and user interface design together. The results from the application domain analysis provided the overall framework, as the task models were used to derive and specify interaction spaces. The problem domain model was used to qualify the description of interaction spaces and to provide details for the design of interface elements.
We used a combination of models from an object-oriented analysis method [12] and Wisdom [17] . This combination worked well in the sense that it covered the necessary activities of user interface design.
The notion of interaction spaces was used to define elements in the user interface that would support the users' individual tasks. This enabled us to handle the complexity of the user interface without getting burdened with details about widgets and other concrete elements. Thereby, the notion provided a useful abstraction mechanism.
The abstraction was linked to the models of the users' tasks. In our case study, we used essential task models, but other task models might be used instead. This relation meant that we could describe the essential elements of the user interface first. Later, we could deal with the detailed design issues, and the decisions on these details did not affect the decisions on the essential elements.
The user interface we designed grew out of the case we worked with. The idea of illustrating the machine and providing two connected menus with machines and part was new for this type of application. We have designed other communication devices for other application domains. However, this design was substantially different. The abstraction in terms of interaction spaces facilitated the creative process.
When we created the detailed design of the user interface, we had no methodological support. In this process it would have been useful to have guidelines for defining the specific details of the individual user interface elements.
We also discovered a fundamental problem in the design process. If our task flow were too detailed, it became very complicated to describe interaction spaces and interaction tasks. We solved this problem by relating interaction tasks to the problem domain model's class diagram. An interaction task should involve one class, and handle everything related to that class. Thus the class diagram defines the level of granularity for the interaction model.
CONCLUSION
This paper describes experience from a case study where we conducted a model-based design of the user interface of a mobile communicator for a safety-critical domain. In this process, we exploited results from an object-oriented analysis. The design process was supported by selected model notations from the Wisdom method. The case study indicated that the notion of interaction spaces is useful as an abstraction mechanism in the design process. It can help user interface designers exploit object-oriented analysis results and reduce the complexity of designing a user interface. The user interface design process was successful to the extent that the different activities produced results that were relevant for the following activities, we created a novel design and the usability evaluation of a functional prototype gave positive results.
These conclusions are based on a single case study. In addition, the case was to design a mobile communication system for a safety-critical domain. It would be interesting to try out the presented approach on other cases.
