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Abstrakt
Tato bakalárˇská práce se zabývá rozšírˇením nástroje Kaira o možnost transformací po-
mocí modulu˚. Hlavneˇ pak transformací modulu˚ jako funkce s automatickým ukoncˇením
a funkce ukoncˇené uživatelem.
Klícˇová slova: funkce, Petriho síteˇ, Kaira, transformace, moduly
Abstract
This thesis is about extension of the tool Kaira, about posibility to transformed nets using
moduls. Especially the transformation modules as a function with automatic end and
function end by user.
Keywords: function, Petri nets, Kaira, transformation, moduls
Seznam použitých zkratek a symbolu˚
MPI – Message Passing Interface
GUI – Graphic User Interface
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31 Úvod
Se zvyšujícím se výkonem výpocˇetní techniky, budováním superpocˇítacˇových center a
stále vyšších nárocích na výpocˇetní výkon, se paralelní aplikace staly nedílnou soucˇástí
této doby. Prostrˇedky, na kterých lze spoušteˇt paralelní aplikace, jsou ru˚zné. Mu˚že se jed-
nat o jeden pocˇítacˇ s více procesory, sít’ pocˇítacˇu˚, cˇi speciální hardware. Neˇjcˇasteˇji deˇlíme
paralelní systémy podle tzv. Flynnovy klasifikace [1].
1.1 Paralelní programování
Chceme-li zacˇít psát paralelní aplikace, musíme vzít v potaz, pro jaký pocˇítacˇ je daná
aplikace vyvíjena. Základní otázkou je, jak je organizována pameˇt’ vu˚cˇi výpocˇetním jed-
notkám. Rozdeˇlujeme tyto typy: sdílená pameˇt’, distribuovaná pameˇt’ a hybridní pa-
meˇt’. Podle typu pameˇti musíme vhodneˇ zvolit technologii pro prˇístup k datu˚m a zvolit
vhodný synchronizacˇní mechanismus, aby nedocházelo k tzv. deadlocku˚m. Deadlock je
programátorská chyba, kdy aplikace nemu˚že dále pokracˇovat, protože si výpocˇetní jed-
notky blokují potrˇebná data. Pro výpocˇty se sdílenou pameˇtí se využívá semaforu˚ jako
synchronizacˇního mechanismu a jako standard pro programování se využívá OpenMP[2].
U výpocˇtu˚ s distribuovanou pameˇtí je pro synchronizaci využíváno zasílání zpráv a
pro programování MPI[3]. U hybridních pameˇtí se využívá kombinace mechanismu˚ a
standardu˚ prˇedchozích dvou.
1.2 Petriho síteˇ
Petriho sít’ [4], obrázek 1, je orientovaný graf, tvorˇený místy, prˇechody a orientovanými
hranami. Místa se oznacˇují kolecˇky, prˇechody obdélníky a hrany šipkami. Hrana mu˚že
být vedena pouze z místa do prˇechodu nebo z prˇechodu do místa. Nikdy nesmí být
vedena mezi dveˇma místy, cˇi dveˇma prˇechody. V místech jsou umísteˇny tzv. tokeny.
Obrázek 1: Petriho sít’
Prˇechod se mu˚že provést(odpálit) pokud všechna místa, která jsou spojena s da-
ným prˇechodem hranami (a hrany jsou orientované smeˇrem k prˇechodu), obsahují mini-
málneˇ jeden token. Na obrázku 2 jsou umísteˇny dva prˇechody. Prˇechod 1 je proveditelný,
v místeˇ 1 i v místeˇ 2 se nachází alesponˇ jeden token. Prˇi provádeˇní prˇechodu se odebere
4libovolný token z místa 1 a libovolný token z místa 2(vyznacˇeny cˇerveneˇ) a po provedení
umístí token do místa 3 a do místa 4. Oproti prˇechodu 1 je prˇechod 2 neproveditelný.
Podíváme - li se na obrázek, vidíme, že v místeˇ 6, které je spojeno s prˇechodem 2, není
žádný token.
Obrázek 2: Petriho sít’ - proveditelnost prˇechodu
Nástroj Kaira využívá barevných Petriho sítí, to je typ Petriho sítí, který je rozšírˇen o:
• rozdeˇlení tokenu˚ pomocí barev,
• typy,
• podmínky nad prˇechody,
• hranové výrazy,
• pocˇátecˇní znacˇení.
U barevných Petriho sítí, obrázek 3, má každý token svou barvu. Prˇi provádeˇní prˇe-
chodu musí mít všechny vstupující tokeny stejnou barvu. Každý token má dále svu˚j typ.
Typ je prˇirˇazen také místu˚m. V místeˇ se pak nacházejí tokeny, které mají stejný typ, jako
toto místo. Dále mu˚že být u barevných sítí k prˇechodu prˇidána booleovská podmínka.
Do této podmínky se prˇed provedením dosadí hodnoty a prˇechod se provede pouze po-
kud je podmínka pozitivneˇ vyhodnocena. Podmínka mu˚že obsahovat konstanty nebo
promeˇnné. Dalším rozšírˇením jsou hranové výrazy. Každý výraz udává hodnoty, které
vstupují (vystupují) do (z) prˇechodu. Stejneˇ jako u podmínky mu˚že výraz obsahovat pro-
meˇnné cˇi konstanty. Posledním rozšírˇením je pocˇátecˇní znacˇení, které urcˇuje inicializacˇní
5hodnoty Petriho síteˇ. Ke každému místu jsou na zacˇátku prˇirˇazeny tokeny s hodnotami
a typy.
Obrázek 3: Barevná Petriho sít’
Na obrázku 3 vidíme sít’, s jedním prˇechodem. Modrý token je pouze jeden, v jednom
ze vstupních míst, tudíž se prˇechod pro modrou barvu nemu˚že provést. Zelené tokeny
jsou sice v obou vstupních místech, avšak pro tento prˇípad je x záporné. A podmínka
pro splneˇní prˇechodu je: x>0. Tudíž i pro zelenou barvu se prˇechod nemu˚že provést.
Prˇechod se provede pouze pro cˇervené tokeny. Ve výstupním místeˇ se po provedení prˇe-
chodu objeví jeden cˇervený token, který byde typu Int a jeho hodnota bude rovna soucˇtu
vstupních tokenu˚. Tedy 5.
62 Kaira
Kaira [5] je nástroj vyvíjený na katedrˇe sloužící k modelování a simulaci paralelních apli-
kací pomocí barevných Petriho sítí. Z teˇchto modelu˚ pak Kaira umožnˇuje generovat sa-
mostatné aplikace v jazyce C++. V následující kapitole si popíšeme tento nástroj a cˇásti
potrˇebné k této práci. Nástroj se stále vyvíjí a pro noveˇjší verze programu se mohou cˇásti
programu lišit. Tato práce byla vytvárˇena prˇi verzi Kairy 0.5 a všechny popisované cˇásti
jsou pro tuto verzi. Pro noveˇjší verze doporucˇuji navštívit stránky Kairy [6].
2.1 Instalace Kairy
Kaira 0.5 podporuje pouze Linuxové distribuce a pro beˇh programu je zapotrˇebí teˇchto
knihoven:
• Python 2.6 or 2.7,
• pyGTK,
• pyGTK sourceview2,
• pyparsing,
• scons,
• g++,
• matplotlib.
V distribuci Ubuntu mu˚žeme tyto knihovny nainstalovat v prˇíkazové rˇádce pomocí prˇí-
kazu:
• apt-get install python-gtksourceview2 python-pyparsing scons g++ python-matplotlib.
Pro tvorbu samotných zdrojových kódu je dále zapotrˇebí implementace MPI(naprˇíklad
OpenMPI - instalace: apt-get install openmpi-bin openmpi-doc libopenmpi-dev).
Máme-li vše nainstalované mu˚žeme Kairu zacˇít používat pomocí 4 následujích kroku˚:
1. stáhnutí instalacˇního balícˇku,
2. rozbalení,
3. sestavení(./build.sh),
4. spušteˇní(./start.sh).
72.2 Seznámení s Kairou a jejím GUI
GUI Kairy lze rozdeˇlit na neˇkolik cˇástí:
• menu,
• lišta funkcí,
• panel pro nastavení prvku˚,
• postranní panel,
• místo pro sít’,
• dolní panel.
Jednotlivé cˇásti mu˚žeme videˇt na obrázku 4.
Obrázek 4: Kaira
82.2.1 Menu
Hlavní menu nabízí všechny funkce programu. V záložce projekt mu˚že vytvárˇet, otevírat
a ukládat nové projekty a otevírat tracelogy. Záložka view nám nabízí nastavení mrˇížky
síteˇ, pro snadneˇjší pozicování prvku˚ síteˇ. Další záložka edit slouží k nastavování pro-
jektu, hlavicˇky a testu˚. Zde bych upozornil na možnost vkládání funkcí(project detail -
function), kde mu˚žeme vytvorˇit svojí vlastní funkci v jazyce C, kterou poté mu˚žeme v síti
volat. Poslední záložka run slouží k sestavení kódu a spoušteˇní simulace síteˇ.
2.2.2 Lišta funkcí
V lišteˇ funkcí se nachází 11 tlacˇítek. První zleva slouží pro zobrazení a skrytí postran-
ního panelu. Druhé pro zobrazení a vypnutí trasování. Následují tlacˇítka zpeˇt a vprˇed.
V další cˇásti se nachází tlacˇítka pro vkládání prvku˚(prˇechodu˚, míst, hran a modré oblasti)
do síteˇ. Prˇechody, místa a hrany byly popsány v úvodu. Jsou to základní prvky Petriho
sítí. Modrá oblast v nástroji Kaira slouží pro vykonání stejné cˇásti síteˇ na více procesorech.
Poslední dveˇ tlacˇítka slouží pro zveˇtšení a zmenšení síteˇ.
2.2.3 Panel pro nastavení prvku˚
Tento panel se skláda z levého výbeˇrového menu a pravé cˇásti pro nastavení. U prˇe-
chodu mu˚žeme nastavit jeho jméno, které slouží pro prˇehlednost síteˇ a podmínku prˇe-
chodu, která stanoví co musí vstupní tokeny splnˇovat, aby se prˇechod mohl provést.
U místa mu˚žeme nastavit typ tohoto místa a pocˇátecˇní znacˇení. Pocˇátecˇní znacˇení se za-
dává do hranatých závorek a jednotlivé hodnoty se oddeˇlují cˇárkou. Mu˚žeme zde použít
i notaci s dveˇma tecˇkami, naprˇ. 0..6. To znamená, že v tomto místeˇ budou hodnoty od 0
po 6. Pro modrou oblast nastavujeme pouze hodnoty procesoru˚, na kterých se má daná
oblast provést a dále zde mu˚žeme tuto oblast pojmenovat. Posledním prvkem je hrana.
Zde uvádíme výrazy vstupující(vystupující) z(do) prˇechodu. Jednotlivé tokeny oddeˇlu-
jeme cˇárkami. Jsou zde i speciální znaky ~, @ a #. Znak ~vezme všechny tokeny ze vstu-
pujícího místa. V závorce pak mu˚žeme uvést minimální pocˇet teˇchto tokenu˚. Znak @ se
mu˚že používat pouze na hranách, které vycházejí z prˇechodu a za tímto znakem uvá-
díme hodnotu procesoru, na který se token umístí. Znak # slouží pro vytvárˇení konstant.
# KONSTANTA vytvorˇíme konstantu, kterou prˇed spušteˇním simulace nebo programu
musíme nastavit.
2.2.4 Postranní panel
V postranním panelu vidíme všechny síteˇ a testovací síteˇ daného projektu. Mu˚žeme zde
spravovat všechny síteˇ a nastavovat zda se mají trasovat cˇi nikoliv.
2.2.5 Místo pro sít’
V tomto prostoru mu˚žeme vytvárˇet samotnou sít’. Kliknutím levým tlacˇítkem myši na ja-
kýkoliv prvek, poté mu˚žeme v lišteˇ funkcí nastavit vlastnosti tohoto prvku. Kliknutím
9pravým tlacˇítkem myši se nám poté zobrazí menu. U míst a prˇechodu˚ máme na výbeˇr,
smazání prvku, vypnutí a zapnutí trasování tohoto prvku a možnost vládání kódu v ja-
zyce C do tohoto prvku. U hran pak máme možnost smazání, zmeˇny smeˇru hrany, vy-
tvorˇení obousmeˇrné hrany a prˇidání bodu. Prˇidání bodu nám umožní nevytvárˇet pouze
rovné hrany, ale také hrany ru˚zných tvaru˚ pro lepší prˇehlednost síteˇ.
2.2.6 Dolní panel
Tento panel slouží pro výpisy zpráv a chyb nástroje.
2.3 Simulace v Kairˇe
Nyní si ukážeme na velmi jednoduché síti, obr. 5, simulaci. Simulace se nám po zvolení
správné nabídky zobrazí v novém okneˇ. Mu˚žeme zde videˇt hodnoty tokenu˚, a na kte-
rých procesorech se zrovna tyto tokeny nachází. Dále pak mu˚žeme odpalovat prˇechody.
Prˇechody, které se dají odpálit jsou zvýrazneˇny zelenou barvou.
Obrázek 5: Simulace v Kairˇe
2.4 Trˇídní diagram
Na následujícím obrázku 6 je ukázán trˇídní diagram s nejdu˚ležiteˇjšími stavy. Je zde zob-
razena pouze cˇást, se kterou budeme v této práci pracovat.
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Obrázek 6: Trˇídní diagram
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3 Požadavky a vize
Úkolem této práce je rozšírˇit stávající nástroj Kaira o možnost transformací, navrhnout
poté vhodné transformace a ty realizovat.
Transformace nám mají zajistit ulehcˇení a zjednodušení práce, kdy pomocí vyšších
konstrukcí pomocí transformací prˇevedeme sít’ na nižší konstrukce tohoto nástroje.
Jako možnost ulehcˇení a zjednodušení práce mu˚že být rozdeˇlení Petriho sítí na menší
cˇásti. V síti do prˇechodu˚ budeme moci vkládat moduly. Práce se tímto ulehcˇí. Místo jedné
obrovské síteˇ nám poté bude stacˇit vytvorˇit jednu menší a do ní vkládat moduly. Práci tak
budeme mít rozloženu na více menších celku˚, cˇímž zamezíme vzniku chyb, umožníme
znovupoužití cˇasto využívaných konstrukcí a celou tvorbu síteˇ zprˇehledníme.
Jak bylo uvedeno v prˇedcházejícím odstavci pro toto rozšírˇení využijeme modulu˚,
které již byly ve starších verzích implementovány, ale byly z aktuální verze odstraneˇny.
Modul je ohranicˇená sít’, která má vstupy a výstupy. Viz obrázek 7.
Obrázek 7: Modul
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4 Analýza
Jako první transformaci, která každého napadne je prosté nakopírování modulu do síteˇ.
Tato transformace bude sloužit pouze pro zjednodušení celé síteˇ a rozdeˇlení na menší
celky. Nebude nijak upravovat novou sít’, pouze moduly nakopíruje do pu˚vodní síteˇ.
Do síteˇ, obr. 8, poté vložíme modul, obr. 7. Po transformaci se modul nakopíruje
Obrázek 8: Sít’ s modulem
do síteˇ a vznikne tak jedna velká sít’, obr. 9, na které budeme moci provádeˇt simulaci
a vytvorˇit zdrojový kód.
Obrázek 9: Transformovaná sít’
Podíváme-li se blíže na noveˇ vytvorˇenou sít’, vidíme, že se modul nakopíroval do síteˇ
a prˇibyly trˇi nové prˇechody (INPUT1, INPUT2 a OUTPUT). Tyto prˇechody slouží jako
hranice mezi pu˚vodní sítí a modulem. Prˇes tyto prˇechody do(z) modulu vstupují (vy-
stupují) tokeny. Pro tuto práci budeme prˇedpokládat, že promeˇnné na hranách do(z)
teˇchto prˇechodu˚ jsou shodné. Tzn. že uživatel prˇi tvorbeˇ síteˇ bude muset tohoto do-
cílit(vstupující(vystupující) hrany v modulu a vstupující(vystupující) hrany prˇechodu
s tímto modulem musí mít shodné promeˇnné).
Jak bylo uvedeno tato transformace neprovede žádné zmeˇny v pu˚vodní síti. Tokeny
mohou do(z) cˇásti, kde je nakopírován modul, vstupovat(vystupovat) kdykoliv. Nyní se
podíváme na transformace, kde se modul po transformaci bude chovat jako funkce. Tzn.,
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že do této cˇásti síteˇ vstoupí potrˇebné tokeny, tato cˇást se provede, vystoupí z ní tokeny, a
až poté zde budou moci vstoupit další tokeny. Cˇást pu˚vodního modulu se tedy provede
izolovaneˇ od celé síteˇ a beˇhem provádeˇní zde nemohou vstupovat ani vystupovat jiné
tokeny a nemohou tak ovlivnˇovat beˇh tohoto modulu.
Pokud budeme tedy chtít transformaci, kdy se bude modul používat jako funkce, je
trˇeba vymyslet vhodný mechanismus pro ukoncˇení. Je trˇeba zjistit, kdy funkce již skon-
cˇila a dále nepokracˇuje. V této práci bylo použito dvou mechanismu˚:
• ukoncˇení uživatelem,
• automatické ukoncˇení.
Nejprve si oba mechanisky ukážeme na práci s 1 procesorem a poté ho rozšírˇíme
na n procesoru˚. Pro zjednodušení použijeme pouze jednoduchý modul, obr. 10, a vložíme
jej do síteˇ, obr. 11.
Obrázek 10: Modul
Obrázek 11: Sít’ s modulem
Prˇi ukoncˇení uživatelem budeme prˇedpokládat, že v libovolnám prˇechodu modulu
bude nastavena promeˇnná P_ RET na hodnotu 1. Výsledná sít’, obr 12, poté bude mít
navíc dveˇ místa. První(více vlevo) slouží pro blokování vstupu˚ a druhé uchovává infor-
maci o tom, zda již funkce byla ukoncˇena, cˇi nikoliv. Všechny prˇechody modulu jsou poté
spojeny s druhým místem a provedou se pouze tehdy, má-li promeˇnná P_ RET hodnotu
0. Tedy pokud funkce ješteˇ nebyla ukoncˇena. Prˇechod, který nám dává výstupní hod-
noty(P_ OUTPUT) má poté podmínku P_ RET == 1. Tady se provede pouze tehdy, je-li
funkce již ukoncˇena uživatelem. Dále nám tento prˇechod dá do prvního místa hodnotu
0, cˇímž dává najevo, že se funkce mu˚že znovu provést.
Pro automatické ukoncˇení nemusí uživatel nastavovat nic. Výsledná sít’, obr. 13, kon-
troluje prˇechody, zda se mohou provést. Tedy každé místo, které vstupuje do prˇechodu
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Obrázek 12: Transformovaná sít’, ukoncˇení pomocí nastavení promeˇnné P_ RET
spojíme hranou s novým prˇechodem, který zkontroluje, zda vstupující místo obsahuje
neˇjaký token. Pokud ano, tento token se vrátí a nic se nezmeˇní. Pokud se však velikost
tokenu rovná nule nastaví se hodnota promeˇnné P_ RET na 1 a stejneˇ jako v minulém
prˇíkladeˇ se funkce ukoncˇí.
Obrázek 13: Transformovaná sít’, sít’ se ukoncˇí, pokud nelze provést žádný prˇechod
Funkce pracující na 1 procesoru se v praxi prˇíliš nepoužijí. Využijeme tedy principu
popsaného na jednom procesoru a upravíme pouze mechanismus ukoncˇení. Pro ukázku
musíme použít sít’, která pracuje na více procesorech, obr. 14. A mu˚žeme ji vložit do síteˇ
v úvodu, obr. 7 na straneˇ 11.
Po transformaci, kdy budeme vyžadovat ukoncˇení uživatelem pomocí promeˇnné P_
RET dostaneme výslednou sít’, která je ukázána na obrázku 15. Princip je stejný jako
u transformace s jedním procesorem ukoncˇené uživatelem, která byla popsána výše. Na-
víc zde prˇibyl mechanismus, který zajistí, aby byla ukoncˇena práce na všech procesorech.
Je zde hlavneˇ využíváno promeˇnné P_ RET a promeˇnné P_ COUNT. P_ COUNT udává
pocˇet již ukoncˇených procesoru˚. Na zacˇátku je tato promeˇnná nastavená na hodnotu 0.
Jakmile uživatel na libovolném procesoru nastaví P_ RET na hodnotu 1, tedy že se má
funkce ukoncˇit, zacˇne se cˇekat na dokoncˇení práce ostatních procesoru˚ a postupneˇ se
promeˇnná P_ COUNT inkrementuje. Jakmile je ukoncˇena práce na všech procesorech(P_
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Obrázek 14: Modul pracující na více procesorech
COUNT je rovna pocˇtu procesoru˚ pracujících v modulu) funkce se ukoncˇí a vydá výsle-
dek.
Transformace s automatickým ukoncˇením, když se nemu˚že provést žádný prˇechod,
na více procesorech, je o neˇco složiteˇjší. Je trˇeba si zde uveˇdomit, že pokud se provede
libovolný prˇechod, mohou se tak uvolnit nové tokeny pro jiné procesory. Nestacˇí tedy
pocˇkat až jednotlivé procesory ukoncˇí svou práci, ale prˇi každém provedení prˇechodu je
trˇeba opeˇtovneˇ kontrolovat všechny procesory, zda nemohou provést neˇkterý prˇechod.
Kontrola pak probíhá stejneˇ jako u jednoho procesoru.
Výsledná sít’ po transformaci na více procesorech a automatickým ukoncˇením pak
mu˚že vypadat jako je ukázáno na obrázku 16.
Podíváme-li se na obeˇ transformace na více procesorech, mu˚žeme si všimnout, že zde
mohou po prˇedchozím provedení funkce zu˚stat tokeny, které by poté ovlivnˇovaly beˇh
funkce, a také se místa ve funkci, které meˇly neˇjakou inicializacˇní hodnotu znovu neini-
cializují. Je tedy trˇeba ješteˇ po každém provedení funkci opeˇt obnovit. Nejprve odstranit
všechny tokeny, které zde zu˚staly,obr. 17, a poté inicializovat místa, obr. 18.
Pro vymazání stacˇí všechna místa v modulu propojit s jedním prˇechodem, který ode-
bere všechny tokeny.
Pro inicializaci jednoho místa je trˇeba vytvorˇit nové místo, které bude shodné s pu˚-
vodním a poté pomocí prˇechodu inicializacˇní tokeny nakopírovat.
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Obrázek 17: Vycˇišteˇní míst po provedení funkce
Obrázek 18: Inicializaca míst po provedení funkce
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5 Návrh
Nejprve si v bodech shrneme, co chceme udeˇlat.
1. Vyhledat ve zdrojových kódech moduly a obnovit jejich funkcˇnost.
2. Vytvorˇit možnost transformace prostým kopírováním.
3. Vytvorˇit možnost transformace modulu jako funkce s ukoncˇením uživatelem.
4. Vytvorˇit možnost transformace modulu jako funkce s automatickým ukoncˇením.
Moduly již byly naimplementovány v minulých verzích. Je tedy zbytecˇné je navrhovat.
Dále proto bude popis návrhu pouze transformací.
5.1 Diagram prˇípadu˚ užití
Na obrázku 19 vidíme diagram prˇípadu˚ užití transformací, které budeme implemento-
vat. Tzn. transformaci prostým vložením a transformace jako funkce, které budou využí-
vat prosté vložení pro nakopírování prvku˚.
Kaira
Kaira
<<include>>
<<include>>uživatel
Transformace vložením
Transformace jako funkce ukoncˇena uživatelem
Transformace jako funkce ukoncˇena automaticky
Obrázek 19: Diagram prˇípadu˚ užití
5.2 Trˇídní diagram
Prˇi programování paralelních aplikací s distribuovanou pameˇtí se nejcˇasteˇji používá je-
den procesor pro rˇízení. V Kairˇe se nejcˇasteˇji jako tento procesor využívá procesor 0.
Podíváme-li se zpeˇt do kapitoly analýzy uvidíme, že pro funkce bylo také využito tohoto
procesoru. Budeme proto transformovat síteˇ tak, aby tento procesor byl rˇídíci. Dále však
potrˇebujeme znát ostatní procesory, které se v této funkci budou používat. Budeme to
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tedy muset v návrhu zohlednit. Dále potrˇebujeme veˇdeˇt, jak se má modul transformovat,
jestli prostým vložením, cˇi jako funkce.
Pro zobrazení výsledné síteˇ využijeme dvou možností:
• výslednou sít’ pouze zobrazíme,
• výslednou sít’ otevrˇeme jako nový projekt.
0..*
1
1
0..*
0..*
1
0..1
1
1
0..*
0..*
2
0..1
2
Net Project
Transformation
cp_ places_ and_ transitions()
move_ places_ and_ transitions()
cp_ subnets()
insert_ USER()
insert_ AUTO()
cp_ edges()
open_ trnet_ in_ window()
load_ tr_ project()
NetView
NetItem
App
NetElement Edge RectItem
InterfaceNode
Transition
other_ pcs
transformation
Place NetArea InterfaceBox
Obrázek 20: Trˇídní diagram
Do trˇídy Transition jsme prˇidali dveˇ promeˇnné. První slouží pro uchování hodnot
procesoru˚ na kterých se bude modul provádeˇt. Hodnoty se oddeˇlují cˇárkami a procesor 0
se zde neuvádí. Druhá promeˇnná slouží pro uchování informace jaká transformace se má
provést. Zadáváme zde hodnoty auto nebo user. Auto pro funkci ukoncˇenou automaticky
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a user pro funkci ukoncˇenou uživatelem. Pro všechny ostatní hodnoty se bude modul
transformovat prostým vložením.
Dále nám prˇibyla v trˇídním diagramu trˇída Transformation, která zodpovídá za trans-
formace. Má odkaz na 2 síteˇ. Pu˚vodní sít’ s moduly a novou sít’, kterou vytvorˇí po trans-
formaci. Nová sít’ je již pouze se základními konstrukcemi nástroje Kaira.
Ve trˇídeˇ Transformation je deveˇt základních funkcí. Nyní si popíšeme, co jednotlivé
funkce deˇlají.
cp_ places_ and_ transitions() zkopíruje z pu˚vodní síteˇ do nové síteˇ všechny prˇe-
chody a místa. Zatím bez modulu˚ a jejich prvku˚.
move_ places_ and_ transitions() nakopírované prvky prˇesune tak, aby se vytvorˇilo
místo pro vložení modulu˚.
cp_ subnets() zkopíruje prˇechody a místa z modulu˚.
insert_ USER() vloží k modulu˚m, které se mají transformovat jako funkce s ukoncˇe-
ním uživatele potrˇebné prvky.
insert_ AUTO() vloží k modulu˚m, které se mají transformovat jako funkce s automa-
tickým ukoncˇením potrˇebné prvky.
cp_ edges() zkopíruje do síteˇ všechny hrany.
open_ trnet_ in_ window() zobrazí transformovanou sít’.
load_ tr_ project() uloží pu˚vodní sít’ a otevrˇe transformovanou sít’ jako nový projekt.
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6 Implementace a testování
Celá Kaira i s implementovanou cˇástí transformací se nachází na prˇiloženém CD. Trans-
formování bylo naimplementováno zcela, avšak výsledná sít’ po transformaci byla velmi
neprˇehledná(obrázek TransSit.png na prˇiloženém CD). To bylo zpu˚sobeno prˇechody clear
a init. Kdy do prˇechodu clear musely vést ze všech míst hrany a do prˇechodu clear mu-
sely vést 2 hrany z každého místa, které obsahovalo pocˇátecˇní znacˇení. Tím se sít’ zapl-
nila hranami a v takovémto stavu se dále nedá použít. Transformace jsou tedy naimple-
mentovány bez teˇchto hran, což nám znemožnˇuje provést jakoukoliv funkci dvakrát, ale
mu˚žeme zde oveˇrˇit správnost transformace.
Dalším problémem je, že po vložení více funkcí je nová sít’ znacˇneˇ rozsáhlá a s každou
další transformací se zveˇtšuje a tím se prˇehlednost síteˇ opeˇt zhoršuje.
Nyní tedy vyzkoušíme otestovat, alesponˇ transformace bez clear a init hran, které
by nám výsledek velice zneprˇehlednily. Meˇjme tedy modul, obr. 21, a vložme jej do síteˇ,
obr. 22. Výsledek po transformacích pak mu˚žeme videˇt na obrázcích 23 a 24.
Obrázek 21: Testovací modul
Obrázek 22: Testovací sít’
Podíváme-li se na výsledné transformace, jsou shodné s navrhovanými až na pár
drobných zmeˇn. Prˇibyly nám zde prˇechody init a clear, které by meˇly z funkce odstranit
zbylé tokeny a funkci znovu inicializovat. Ovšem z du˚vodu prˇehlednosti toto momen-
tálneˇ nedeˇlají. Dále se nám zmeˇnil popisek na hranách u funkce s automatickým ukoncˇe-
ním. Kdy se využilo pro kontrolu tokenu˚ jiného názvu promeˇnných. Bylo zde využito id
míst a nemuselo se tak programovat s generovanými znaky.
Na obrázku 25 si mu˚žeme poté oveˇrˇit, že transformace funguje jako funkce. Zatímco
se provádí prˇechody uvnitrˇ funkce, prˇechod INPUT se nemu˚že odpálit a tak zde neprˇiby-
dou žádné nové tokeny. Stejneˇ tak bychom si mohli ukázat simulaci na funkci ukoncˇené
uživatelem. Oba prˇíklady nalezneme na prˇiloženém CD ve složce testy.
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7 Zhodnocení
Úkolem této práce bylo rozšírˇit stávající nástroj Kaira o možnosti transformací, kdy se
pomocí konstrukcí na vyšší úrovni abstrakce sít’ pomocí transformací zmeˇnila na sít’,
která využívala pouze základní transformace. K samotným transformacím bylo využito
modulu˚ a tato práce se hlavneˇ zameˇrˇovala na vložení modulu˚ do síteˇ jako funkce.
Transformace, kdy se modul použije jako funkce, se podarˇilo naimplementovat, avšak
výsledná sít’ nebyla prˇehledná. Pro možnost testování a oveˇrˇení správnosti alesponˇ cˇásti
transformace byly odebrány hrany spojující prˇechody init a clear se sítí. Touto úpra-
vou ovšem bylo zamezeno znovupoužití funkce, protože nám zu˚stávaly volné tokeny
a funkce se znovu neinicializovala. Cˇást teˇchto transformací bez odstraneˇných hran fun-
govala podle návrhu.
Úplná funkcˇnost pomocí základních konstrukcí tohoto jazyka tak, aby nová sít’ byla
prˇehledná nelze udeˇlat. Jako možné rˇešení by mohlo být zavedení skrytých hran, které
by spojovaly místa s prˇechody a naopak, avšak by se po transformaci a prˇi simulaci ne-
zobrazovaly. V síti by se poté nemusely zobrazovat hrany vzniklé prˇi transformaci, které
spojují místa s init a clear prˇechody. Transformace jako funkce by poté byly plneˇ funkcˇní.
Prˇestože by se omezily tyto hrany, sít’ by byla stále velice velká. Nevznikalo by zde ale
takové velké krˇížení hran s prvky a s noveˇ vytvorˇenou síti by se dalo pracovat. Pokud by
ovšem bylo použito více transformací, sít’ by velmi rychle roztla, a tak by bylo vhodné
pro veˇtší pocˇet vkládaných modulu˚ skrývat i prvky, které jsou zde transformací prˇidány
a upravit k tomuto použití simulaci.
Dalším možným rˇešením by mohlo být simulovat prˇímo sít’ s moduly a transformaci
použít pouze prˇi vytvárˇení kódu. Transformovat by se mohly pouze moduly, které se
vkládají prostým kopírováním a ostatní moduly by zu˚staly. Simulace by pak byla upra-
vena tak, aby se chovala jako výsledný kód, který by vznikl po transformacích.
Jako další vylepšení transformací by mohlo být spojení transformace jako funkce s au-
tomatickým ukoncˇením s funkcí s ukoncˇením uživatelem. To by zajišt’ovalo, že pokud by
se ve funkci nemohl provést žádný prˇechod, a uživatel by nenastavil promeˇnnou P_ RET
a použil ukoncˇení uživatelem, funkce by se sama ukoncˇila aby nedošlo k zablokování
chodu celé aplikace.
Pokud bychom prˇestali uvažovat o zmeˇneˇ modulu jako funkce, pak by se mohlo vy-
užít modulu˚ a transformací k vytvorˇení knihovny cˇasto používaných konstrukcí, cˇi na-
hradit stávající modrou oblast.
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