




Eötvös Loránd Tudományegyetem 
Informatikai kar 
Média –és Oktatásinformatikai Tanszék 















I. RÉSZ: BEVEZETŐ ........................................................................................... 3 
1. FEJEZET: A DOLGOZATRÓL...................................................................................... 4 
1.1 A dolgozat témája ..................................................................................... 4 
1.2 A dolgozat felépítése ................................................................................. 4 
II. RÉSZ: ÜZEMELTETŐI DOKUMENTÁCIÓ ......................................................... 5 
2. FEJEZET: SZERVER ................................................................................................. 6 
2.1 Telepítés ..................................................................................................... 6 
2.2 Futtatás ..................................................................................................... 9 
3. FEJEZET: KLIENS ................................................................................................. 10 
3.1 Telepítés ................................................................................................... 10 
3.2 Futtatás ................................................................................................... 10 
III. RÉSZ: FELHASZNÁLÓI DOKUMENTÁCIÓ .................................................... 11 
4. FEJEZET: ÜZLETI TERV .......................................................................................... 12 
4.1 Felület ...................................................................................................... 12 
4.2 Use-case ................................................................................................... 17 
IV. RÉSZ: FEJLESZTŐI DOKUMENTÁCIÓ .......................................................... 19 
5. FEJEZET: SZERVER ............................................................................................... 20 
5.1 Fejlesztői eszközök ................................................................................... 20 
5.1.1 Gradle ................................................................................................ 20 
i. Spring Boot........................................................................................... 20 
ii. Lombok ............................................................................................... 21 
5.2 Mappaszerkezet ...................................................................................... 21 
5.3 Modell leírások ........................................................................................ 22 
5.4 Vezérlő (Controller) leírások ............................................................ 25 
5.5 Kiszolgáló (Service) leírások ............................................................... 29 
5.6 Adatelérési réteg (DAO) leírások ............................................................. 33 
5.7 Konfiguráció leírások ............................................................................... 38 
5.8 Tesztelési dokumentáció ......................................................................... 42 
i. Unit tesztek ............................................................................................. 43 
ii. Postman tesztek ..................................................................................... 49 
6. FEJEZET: KLIENS ................................................................................................. 53 
6.1 Fejlesztői eszközök ................................................................................... 53 
6.1.1 Angular-keretrendszer ...................................................................... 53 
 
 
6.2 Mappaszerkezet ...................................................................................... 54 
6.3 Modell leírások ........................................................................................ 55 
6.4 Kiszolgáló (Service) leírások. .............................................................. 58 
6.5 Navigáció (Routing)............................................................................. 62 
6.6 Komponensek felépítése ......................................................................... 64 
6.6.1 Foglalás (BookingComponent) .......................................................... 65 
6.6.2 Bejelentkezés (LoginComponent) ..................................................... 70 
6.6.3 Statisztikák (StatisticsComponent) ................................................... 71 
6.6.4 Összegzés (SummaryComponent) .................................................... 71 
6.6.5 Előadások (AttractionsComponent) ................................................. 72 
6.6.6 Kedvezmények (DiscountsComponent) ........................................... 72 
6.6.7 Helyszínek (LocationsComponent) ................................................... 73 
6.6.8 Események (EventsComponent) ....................................................... 73 
6.6.9 Jegyek (TicketsComponent) .............................................................. 74 
6.7 Tesztelési dokumentáció ......................................................................... 74 
7. FEJEZET: VERZIÓKÖVETÉS .................................................................................... 76 
7.1 Gitlab ....................................................................................................... 76 
7.1.1 Continous Integration ....................................................................... 76 
V. RÉSZ: FÜGGELÉK ........................................................................................ 79 
8. FEJEZET: FEJLESZTŐI ESZKÖZÖK ............................................................................. 80 
8.1 Balsamiq Mockups .................................................................................. 80 
8.2 MySQL Workspace .................................................................................. 80 
8.3 Intellij IDEA .............................................................................................. 80 
8.4 Postman................................................................................................... 80 
8.5 Visual Studio Code ................................................................................... 80 
8.5 Creately ................................................................................................... 80 













1.1 A dolgozat témája 
A megvalósítandó projekt célja egy olyan kliens-szerver architektúrával 
rendelkező asztali webes alkalmazás elkészítése, mely lehetőséget nyújt tulajdonosának 
arra, hogy jegyeit egy átlátható rendszeren keresztül értékesítse. Ezt többféleképpen is 
megteheti, akár személyre szabva. Egyrészről a jegytípusok fajtáit, árait, akcióit és a 
vásárlás folyamatát határozhatná meg cégének képe szerint, másrészről jogosultságokat 
adhatna a felhasználóknak. A felület eléréséhez biztonsági okokból bejelentkezés 
szükséges felhasználónév és jelszó megadásával. Mindemellett a jegyeladásokról 
statisztikai kimutatások is készíthetők. 
A program MVC modellt követve került megvalósításra. Szerveroldali része Java 
Spring Boot technológiával készült, a kliensoldal magját pedig az Angular keretrendszer 
adja. A fejlesztés során git verziókövető rendszer (GitLab) is használva volt, melyhez 
kiépítésre került a CI folyamat is.  
1.2 A dolgozat felépítése 
A dolgozat négy alappillérre épül: bevezető, üzemeltetői, felhasználói –és 
fejlesztői dokumentáció. 
Az üzemeltetői dokumentáció leírást ad a program telepítéséhez és indításához. 
A felhasználói dokumentáció az üzleti tervet írja le, de útmutatást is ad a program 
helyes használatához. 
A fejlesztői dokumentáció összetett, aminek célja egy fejlesztőt teljesen 
felkészíteni a termék esetleges jövőbeni fejlesztésére. Ennek megfelelően a szerverről, 












A szerver réteg két építőelemből áll: egy adatbázisból és egy Java alkalmazásból, 
ami használja azt.  
Adatbázis: 
Az adatbázisszerverhez a szükségünk van a MySQL Community Server ingyenes 
és letölthető alkalmazáshoz: 
1. A Full beállítást választva a telepítés során megkapunk minden elérhető funkciót, 
érdemes ezt választani.  
 
2. Miután feltelepítettünk mindent a megjelenő listából konfigurálhatjuk a szervert. 
Érdemes Standalone MySQL Servert létrehozni, éles alkalmazáshoz stabilabb megoldást 




3. A következő lépésben ki kell választanunk a szerver protokollját, amihez a TCP/IP 
javallott a 3306-os porton: 
 
4. Telepítés után elindíthatjuk a MySQL Workbench alkalmazást, amit az előbb 




5. Hozzuk létre az adatbázis táblákat az alábbi sémák és kapcsolatok alapján:  
 







 Java 8 JDK 
 Gradle 5.2.1 
1. A forráskód (ticketing-system-backend) birtokában célszerű beimportálni azt egy 
fejlesztői eszközbe Gradle projektként (a képen IDEA látható) hasonló beállításokkal:  
 
A Lombok plugint IDEA esetén telepíteni kell, ahogy az Annotation Processort is. 
2. Az src/main/resources relatív útvonalon található application.properties 
fájljában módosítsuk a felhasználónevünket (spring.datasource.username) és 
jelszavunkat (spring.datasource.password) az adatbázis szerver létrehozása 
során megadottra. Amennyiben a példától eltérő portra hoztuk létre az adatbázist, úgy 
azt a mezőt is (spring.datasource.url). 
2.2 Futtatás 
Indítsuk el először a Gradle build utasítását (érdemes frissíteni a Gradle projektet futás 
után), majd a bootRun-t. Az alkmalmazás csatlakozni fog a futó adatbázis szerverre és 








1. Töltsük le az ingyenesen elérhető Node JS alkalmazást és telepítsük fel tetszőleges 
helyre. 
2. Telepítsük fel az Angular keretrendszert a Node JS segítségével globálisan (-g 
kapcsoló), amihez a következő sort kell beírni parancssorba: 
npm install –g @angular/cli 
3.2 Futtatás 
A sikeres telepítés után navigáljunk el a ticketing-system-frontend mappába, majd 
parancssorból adjuk ki a következő parancsot: 
ng serve 
 











A program célja, hogy a felhasználót, mint jegykezelőt szerepe alapján olyan 
lehetőségekkel lássa el, amikkel maradéktalanul el tudja látni azon alapvető akciókat, 
amik jellemeznek általánosságában egy jegykezelő rendszert: 
4.1 Felület 
Lekérdezés: 























 Jegyek (és hozzátársított részjegyek) 
 
Amennyiben admin jogosultságú felhasználó lehetőségeit vizsgáljuk, bővül a létrehozás 

















Fontos előre kiemelni a fent említett lekérdezéseknek és létrehozásoknak az 
eredményeit, tehát azt, hogy az objektumok milyen releváns tulajdonságokkal 
rendelkeznek felhasználási szempontból: 
 Helyszín: név és kapacitás 
 Előadás: típus, hossz és ár 
 Kedvezmény: név és százalékos kedvezmény 
 Esemény: előadás, helyszín és kezdeti időpont 
 Részjegy: esemény, mennyiség, esetleges kedvezmény és a jegy, ami tartalmazza 
 Jegy: tulajdonos és a részjegyek, amik hozzá vannak társítva 
 Felhasználó: felhasználónév, jelszó, email cím és szerepkör 
Lehet szűrni minden felsorolt pontra. Jegyet foglalni nem lehet, de vásárolni igen.1 Két 
előadás nem lehet egy helyen, kapacitáson felül nem lehet jegyet eladni. 
Amennyiben hiba történik, az jelenjen meg egy felugró ablakban. Minden hiba, ami nem 
felel meg az elvárt bemenetnek. Felhasználó létrehozásánál kétszer kell megadni a 
jelszót, amiknek azonossága ellenőrzésre kerül. Statisztika is elérhető a leggyakoribb 
előadásról, helyszínről és kedvezményről megadható időintervallumon belül. Az összes 
eladott jegy is listázásra kerül. 
                                                          
1 Ebből kifolyóan előfordul, hogy kontextustól függetlenül a foglalás szó használva lesz 








Szövegesen összefoglalva a funkciók felhasználótípushoz rendelve: 
Jegyek lekérdezése: user, admin 
Előadások lekérdezése: user, admin 
o Előadás létrehozása: admin 
Helyszínek lekérdezése: user, admin 
o Helyszín létrehozása: admin 
Események lekérdezése: user, admin 
o Esemény létrehozása: admin 
Akciók lekérdezése: user, admin 
o Akció létrehozása: admin 
Felhasználók lekérdezése: admin 
o Felhasználó létrehozása: admin 
Statisztikák lekérdezése: user, admin 
Részjegy (és jegy) létrehozása, avagy jegyfoglalás: user, admin 












5.1 Fejlesztői eszközök 
5.1.1 Gradle 
A szerver a Gradle projektépítő eszköz segítségével jött létre, ami az Apache 
Ant és Apache Maven alapvető koncepciójára épül és bevezeti a Groovy alapú 
domain-specifikus nyelvet. 
A futási sorrend meghatározására irányított körmentes gráfot használ. 
Lehetőséget ad különböző dependenciák alkalmazására, amikkel könnyedén lehet 
segíteni a fejlesztést. 
Használt kiemelendő és létfontosságú függőségek: 
i. Spring Boot 
A Spring Boot egy fejlett és korszerű keretrendszer, ami 
forradalmasította a Java alapú webalkalmazásokat. Beépített Apache Tomcat-
tel rendelkezik, ami a Java servlet egy megvalósítása. Így könnyedén adódik 
lehetőség kérések és válaszok kezelésére. 
A komponensek kezelését egy új szintre emelte a perzisztenciák fejlesztésével, a 
RestController pedig egyszerű felhasználást biztosít Rest hívások 
megírására.  
Kezelni képes a CORS (Cross-Origin Resource Sharing) mechanizmust, ami extra 
http header használatával adja a böngésző tudomására, hogy a webalkalmazás 
egy domainen futhasson több forrás-domainből. 
Nem szükséges hozzá kódgenerálás és XML konfiguráció sem, a harmadik féltől 
származó könyvtárakat pedig automatikusan konfigurálja. 
Nem igényel extra munkát a kezelése, így könnyen illeszkedik a mindennapi 




A Lombok lehetőséget nyújt rengeteg kód megspórolására, amikhez 
annotációk garmadát nyújtja. 
Ezt a dependenciát használva nincsen szükségünk többé  
o konstruktort: @AllArgsConstructor, @NoArgsConstructor 
o settert: @Setter 
o gettert: @Getter 
o equals vagy hashcode metódust: @EqualsAndHashCode 
írni. A konstruktoron kívül a felsoroltakat egy „közös” annotációval is meg lehet 
valósítani: @Data. 
Amennyiben van olyan mező, amit nem szeretnénk a konstruktorban inicializálni, 
megtehetjük azt az @Autowired annotációval. 
A párhuzamosításban is segítségünkre van a @Synchronized annotációval. 
Az említett eszközök mind könnyítik a kód megírását, csökkentik a sorok számát, 
ráadásul a kódot is átláthatóbbá teszi. 
5.2 Mappaszerkezet 
A mappák funkciótartalmazásuk szerint kerültek csoportosításra. Amennyiben a 
ticketing-system-backend mappából indulunk ki, a következők láthatók: 
 .gradle: Gradle megvalósítás, esetünkben az 5.2.1-es verzió. 
 build: A Gradle által generált dokumentumokat (javadoc, tesztriportok, stb.), 
class fájlokat és ideiglenes fájlokat tartalmaz. 
 out: A Gradle által generált class fájlokat tartalmazza. 
 .gitignore: A Git verziókezelő tudomására hozza, hogy milyen fájlokat hagyjon 
figyelmen kívül. 
 build.gradle: A Gradle konfigurációja.  
 .idea: Az IDE által létrehozott generikus mappa. 
A gyökérből indulva megtalálható az src/main/java/ticketsystem mappa, ami 
tartalmazza a package-eket, az Application.java main osztályt és az alábbiakat: 
 annotation: Annotációk gyűjtőhelye. 
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 config: A konfigurációkat tartalmazza. Beállításra került az adatbázis réteg 
(ApplicationConig, DaoConfig és DatabaseConfig), 
LoggerInterceptor, WebConfig és WebMvcConfiguration is. Ezek képzik 
a naplózást és CORS mechanizmus alapját. 
 controller: Kontrollerosztályokat tartalmaz, kvázi a webalkalmazás „északi” 
oldala. Az itteni osztályok kezelik a REST hívásokat. 
 dao: Az adatbázissal kommunikáló réteg jelenik meg a tartalmazott osztályaiban, 
kvázi ez a „déli” oldal. 
 exception: Személyre szabott kivételek jelennek meg benne. 
 model: A modelleket tartalmazó mappa. 
 service: Osztályai a controller és a dao tagjai között biztosítják a kommunikációt, 
akár logikát is megvalósítva. 
,de a gyökérből indulva megtalálhatók a tesztek is a src/test/java/ticketsystem: 
 controller: A controller osztályok tesztjeit tartalmazza. 
 service: A service osztályok tesztjeit tartalmazza. 
5.3 Modell leírások 
A model mappa szerkezete: 
 
A modellek a funkcionalitásuk alapján kerültek csoportosításra, így az alábbi 
párosítás született: 
 Helyszín : Location.class 
 Előadás : Attraction.class 
 Kedvezmény : Discount.class 
 Esemény : Event.class 
 Részjegy : SubTicket.class 
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 Jegy : Ticket.class 
 Felhasználó : User.class 
Egymáshoz képest az ábrán láthatóan viszonyulnak: 
 
Az osztályokhoz tartozik paraméter nélküli és minden paraméterrel rendelkező 
konstruktor, ahogyan setter, getter, hashcode és equals függvények is. Ezek 
annotációval jöttek létre logika nélkül, így az ábrán nem kerültek külön jelölésre. 
A modellek felépítése hasonló különböző adattagokkal, így egy egyszerű, 
általános (Attraction) és egy bonyolult (SubTicket) osztály kerül bemutatása. 
Az osztályszintű annotációk azonosak azzal az eltéréssel, hogy különböző táblanévvel 
rendelkeznek: 
 
 @Entity: Entitásként jelöli meg az osztályt, tehát mappelhető egy 
adatbázistáblára. 
@Entity 









 @Table: Az adatbázistáblát jelöli. 
 ModeInterface: Egy interfész, amit megvalósítanak a modellosztályok. 
Tartalmazza az id settelését, gettelését. Ezeknek felülírása a @Data annotációval 
megtörténik. 
 A konstruktor annotációk a @Data annotációval együtt a Fejlesztői eszközök 
bekezdésnél már ki lettek tárgyalva. 
Attraction: 
 
 @Id: Elsődleges kulcsot definiál az entitáson. 
 @Column: Azt jelzi, hogy az adattag milyen mezőre illeszkedik az 
adatbázistáblában. 




 @JoinColumn: Idegen kulcsot jelöl az adattáblában. Például az event Event 
típusú adattag eventId elemként szerepel a SubTicket adatbázistáblában. 
@Id @Column(name = "id")  
@GeneratedValue(strategy = GenerationType.IDENTITY) 
private Integer id; 
@Column(name = "type") 
private String type; 
@Column(name = "length") 
private Integer length; 
@Column(name = "price") 
private Integer price; 
 
@Id @Column(name = "id")  
@GeneratedValue(strategy = GenerationType.IDENTITY) 
private Integer id; 
@JoinColumn(name = "eventId", referencedColumnName = "id") 
@ManyToOne(targetEntity = Event.class, optional = false) 
private Event event; 
@Column(name = "amount") 
private Integer amount; 
@JoinColumn(name = "discountId", referencedColumnName = "id") 
@ManyToOne(targetEntity = Discount.class, optional = true) 
private Discount discount; 
@JsonProperty("ticket") 
@JoinColumn(name = "ticketId", referencedColumnName = "id") 
@ManyToOne(targetEntity = Ticket.class, optional = false) 




 @ManyToOne: Jelöli, hogy több SubTicket tartozhat egy Ticket-hez. 
 @JsonProperty: Megjelöli, hogy az adattag milyen névvel szerepeljen JSON 
formátumban. 
Egyéb használt annotációk: 
 
 Osztályszintű annotáció. Feladata egy adattagról meghatározni, hogy nem 
szerepelhet a generált JSONben. Az allowSetters mező miatt settelhető 
létrehozáskor. 
 
 Adattagszintű annotáció. Egy a többhöz kapcsolatot jelöl (kvázi a @ManyToOne 
ellentéte), emellett a fetch-elés típusát is lehet vele definiálni. Az érték lehet 
mohó (EAGER) vagy lusta (LAZY) 
5.4 Vezérlő (Controller) leírások 
A controller mappa szerkezete: 
 
A vezérlők a modellekre illeszkedve nyújtanak egy REST interface-t, amivel 
az alkalmazás „északi” oldalát alkotják, s általában a kiszolgálóval kommunikálnak. A 







@JsonIgnoreProperties(value = { "ticket" }, allowSetters = true) 
 





A fentiek a ControllerInteface osztályt implementálják, ami több metódust is 
tartalmaz: 
 
Kivétel nélkül minden esetben hasonló az osztályokban a megvalósítás, alább az 
AttractionController-en keresztül kerülnek bemutatásra a függvények, de előbb 
definiálni szükséges az osztály egyetlen adattagját és az osztályszintű annotációkat. 
 
 @CrossOrigin ad lehetőséget a CORS mechanizmus megvalósítására 
 @RestController jelzi, hogy ez az alkalmazás „teteje”, 
 @RequestMapping pedig megadja a controller relatív útvonalát.  
 
 @Autowired: Segítségével különböző osztályok könnyedék injektálhatók, ezzel 
könnyítve és rövidítve a kódot.  
Az attractionService segítségével elérésre kerül az a kiszolgáló, ami kommunikál 






public interface ControllerInterface<Entity extends ModelInterface> { 
  void update(Entity entity); 
  Entity create(Entity entity); 
  void deleteById(Integer id); 
  Entity get(Integer id); 
  List<Entity> getAll(); 
} 
 
@CrossOrigin(origins = "http://localhost:4200") 
@RestController 
@RequestMapping("/api/attractions") 








A definiált metódusok pedig így épülnek fel: 
 update (frissítés): 
 
o PUT/DELETE/POST/GETMapping(): A függvény egy HTTP metódust 
valósít meg, relatív elérése pedig a zárójelen belülre írandó 
o @RequestBody: Az annotáció azt jelzi, hogy JSON-ként várja a 
paramétert. 
o A függvény célja frissítési igény küldése a service részére. 
 create (létrehozás): 
 
o A metódus a létrehozott elemmel tér vissza, amit a service szolgáltat. 
 deleteById (id alapján történő törlés): 
  
o A metódus egy entitást törlését indítja el azonosító alapján, amihez a 




public void update(@RequestBody Attraction entity) { 
  try { 
    attractionService.update(entity); 
  } catch (DataNotValidException e) { 
    e.printStackTrace(); 





public Attraction create(@RequestBody Attraction 
entity) { 
  try { 
    return attractionService.create(entity); 
  } catch (DuplicatedDataException e) { 
    e.printStackTrace(); 
  } 





public void deleteById(@PathVariable Integer id) { 
  try { 
    attractionService.deleteById(id); 
  } catch (DataNotValidException e) { 
    e.printStackTrace(); 
  } catch (MissingDataException e) { 
    e.printStackTrace(); 







 get (id alapján történő lekérdezés): 
 
o A függvény a lekérdezett elemmel tér vissza, amit a service szolgáltat. 
 getAll (minden elem lekérdezése): 
  
o A függvény igényt küld a service részére az adatbázisban található összes 
elem lekérdezésére. 
A UserController kicsit különbözik a többi vezérlőtől, ugyanis bár tartalmaz 
minden implementációt, amit a ControllerInterface is, de találhatók benne egyedi 
megvalósítások. 
Ahogy a fenti példában, itt is ugyanazok az osztályszintű annotációk 
(@RequestMapping nyilván más paraméterrel rendelkezik), ahogy egy kiszolgáló 
szintén definiálásra kerül, ami ebben az esetben UserService típusú. 
A mezők közötti különbség, hogy megjelenik nagyon kis mértékben az adatbázissal 
kommunikáló réteg, ezzel megkerülve a kiszolgálót: 
 
A userDao segítségével lehetséges elérni az adatbázissal kommunikáló réteget. 
Az eddig be nem mutatott metódusok az alábbiak alapján épülnek fel. Magyarázatra a 
fentieket figyelembe véve nem szorulnak, ugyanolyan analógia mentén valósulnak meg. 
 getAll (minden elem lekérdezése): 
 
o A függvény a dao rétegtól lekérdezett felhasználók listájával tér vissza. 
@GetMapping("/{id}") 
public Attraction get(@PathVariable Integer id) { 




public List<Attraction> getAll() {  
  return attractionService.getAll();  
} 
@Autowired 




public List<User> getAll() { 






 login (bejelentkezés): 
 
o A függvény a bejelentkezett felhasználóval tér vissza, amit a service-től 
kap. 
 logout (kijelentkezés): 
  
o A függvény a sikerességgel (vagy sikertelenséggel) tér vissza egy String 
formájában. A próbálkozást a kiszolgáló hajtja végre. 
 getCurrentUser (jelenlegi felhasználó lekérdezése): 
  
o A függvény visszatér a lekérdezett felhasználónévvel, amennyiben van 
bejelentkezett felhasználó. Különben üres String-et ad vissza. 
5.5 Kiszolgáló (Service) leírások 
A kiszolgálók az adatbázissal kommunikáló rétegre illeszkedve nyújtanak egy 
kapcsolati pontot, amivel az alkalmazás vezérlője tud kommunikálni az adatbázis elérési 
réteggel. 
Minden kiszolgáló az AbstractService származtatottja, amivel örököli annak 
tulajdonságait. Mivel minden vezérlő a UserController kivételével ugyanolyan 
@PostMapping("/login") 
public User login(@RequestBody User user, Model model) { 
  try { 
    return userService.login(user); 
  } 
  catch (UserNotValidException e) { 
    model.addAttribute("error", true); 
    return null; 




public String logout() { 
  try { 
    userService.logout(); 
    return "done"; 
  } catch (UserNotValidException ex) { 
    return "not_logged_in"; 




public String getCurrentUser() { 





felépítésű, így bár érdemes mindegyiknek létrehozni külön kiszolgáló osztályt, nem 
érdemes bele külön logikát tenni, hacsak nincsen rá szükség. 








... és az alábbi annotációkkal és kiterjesztéssel rendelkezik: 
 
 @Service: A java osztályt bean-ként jelöli, így a component-scanning 
mechanizmusa a Spring-nek megtalálja és berakja az alkalmazás kontextusába. 
 @SessionScope: Webalkalmazásoknál használatos, segítségével a service-ek 
injektálhatók (@Inject, @Autowired) különböző osztályokban. 
Az AbstractService az lentiek szerint épül fel egy darab mezővel: 
 
o Entity: A származtatott service-hez tartozó modellosztály. 
o DaoInterface<Entity> dao: Injektált DAO interfész annak a 





public class AttractionService extends AbstractService<Attraction> { 
} 
 
public abstract class AbstractService<Entity extends ModelInterface> 
{ 
  @Autowired 




 exist (létezés): 
 
o Egy privát metódus logikai visszatéréséi értékkel. 
o Célja megállapítani egy entitásról azonosító alapján, hogy megtalálható-
e az adatbázistáblában. Amennyiben igen, true értékkel tér vissza. 
 update (frissítés): 
 
o Amennyiben az entitás megtalálható az adatbázistáblában, frissíti. 
Amennyiben nem, DataNotValidException() kivételt dob. 
 deleteById (id alapján törlés): 
 
o A függvény célja egy entitást törölni az adatbázistáblából azonosító 
alapján, amennyiben az létezik. Ha nem, kivételt dob. 
 create (létrehozás): 
 
o A metódus entitás létrehozására használandó, ha az nem található meg 
az adatbázistáblában. Különben kivételt dob. 
  
private boolean exist(Entity entity) {  
  return dao.findEntity(entity.getId()) != null;  
} 
 
public void update(Entity entity) throws DataNotValidException { 
  if (exist(entity)) { 
    dao.updateEntity(entity); 
  } else { 
    throw new DataNotValidException(); 
  } 
} 
 
public void deleteById(Integer id) throws DataNotValidException, 
MissingDataException { 
  if (exist(get(id))) { 
    dao.deleteEntityById(id); 
  } else { 
    throw new DataNotValidException(); 
  } 
} 
 
public Entity create(Entity entity) throws DuplicatedDataException { 
  if (!exist(entity)) { 
    return dao.insertEntity(entity); 
  } else { 
    throw new DuplicatedDataException(); 





 get (id alapján történő lekérdezés): 
 
o A függvény lekérdez azonosító alapján egy elemet az adatbázistáblából, 
majd visszatér vele, amennyiben létezik. 
 getAll (minden elem lekérdezése): 
 
o A metódus minden entitást lekérdez az adatbázistáblából és visszatér egy 
listával, ami tartalmazza az elemeket. 
A UserService részben más, mint a többi kiszolgáló, ugyanis bár tartalmaz 
minden implementációt, amit az AbstractService is, de vannak benne egyedi 
megoldások is. 
Az annotációk megegyeznek a többi service osztállyal, a különbséget az adattagokban 
kell keresni: 
  @Autowired 
  private UserDao userDao; 
  private User user; 
o userDao: Közvetlen kapcsolódás a User-hez tartozó DAO réteghez, 
aminek a megvalósítása szintén más, mint a többi esetben. 
o user: Az éppen bejelentkezett felhasználó. 
… és a metódusokban: 
 isValid (érvényesség): 
private boolean isValid(User user) { 
  User foundUser = 
userDao.findByUsernameAndPassword(user.getUsername(), 
user.getPassword()); 
  return foundUser != null; 
} 
o A függvény egy boolean típusú értékkel tér vissza. Amennyiben a 
felhasználó megtalálható az adattáblában felhasználónév és jelszó 
alapján, igazat ad vissza. 
  
public Entity get(Integer id) { 
  return dao.findEntity(id); 
} 
 
public List<Entity> getAll() { 





 login (bejelentkezés): 
 
o A metódus egy felhasználó entitással tér vissza, amennyiben a kapott 
paraméter érvényes. 
 logout (kijelentkezés): 
 
o A függvény kijelentkezteti a bejelentkezett felhasználót, különben 
hibaüzenetet dob. 
 getLoggedInUserName (jelenleg bejelentkezett felhasználó lekérdezése): 
 
o A függvény lekérdezi az éppen belépett felhasználó felhasználónevét. 
5.6 Adatelérési réteg (DAO) leírások 
A dao mappa szerkezete: 
 
Az adat(bázis) elérési réteg nem túl nagy meglepetésre az adatbázissal 
kommunikál. 
public User login(User user) throws UserNotValidException { 
  if (isValid(user)) { 
    return this.user = userDao.findByUsername(user.getUsername()); 
  } 
  throw new UserNotValidException("Username already exists!"); 
} 
 
public void logout() throws UserNotValidException { 
  if (user == null) { 
    throw new UserNotValidException("You are not logged in!"); 
  } else { 
    user = null; 
  } 
} 
 
public String getLoggedInUserName() { 





Minden DAO osztály a DaoInterface-t valósítja meg, ami tartalmazza azokat a 
metódusokat, amit minden esetben tartalmaznia kell egy DAO osztálynak:  
 
o Entity: Adott DAO osztályhoz tartozó modell típusa. 
A service-nél bevezetésre került általánosítás itt is alkalmazásra kerül, vagyis az 
osztályoknak van egy közös megvalósítása, ami a GenericDaoImpl nevet kapta. 
Az osztályok, amik a GenericDaoImpl-re terjesztődnek ki hasonlóan épülnek fel: 
 
 sessionFactor: Egy SessionFactory példány, aminek segítségével 
adatbázissal kapcsolatos tulajdonságok jelennek meg. Esetünkben egy adatbázis 
létezik, így elegendő belőle egy darab. 
A GenericDaoImpl osztály a következő adattagokkal rendelkezik: 
@Transactional 
public class GenericDaoImpl<Entity extends ModelInterface> extends 
HibernateDaoSupport implements DaoInterface<Entity> { 
 
  protected final Class<Entity> entityClass; 
o @Transactional: Használatával a Spring létrehoz egy proxyt, ami az 
annotált osztályt implementálja. 
o HibernateDaoSupport: Szükséges, hogy a SessionFactory 
settelésre kerüljön. Gyakorlatilag egy „kényelmi” osztály az adatbázis 
elérése érdekében.  
o entityClass: A származtatott konstruktorával kerül inicializálásra. 
public interface DaoInterface<Entity> { 
  void updateEntity(Entity entity); 
  void deleteEntity(Entity entity); 
  void deleteEntityById(Integer id); 
  Entity insertEntity(Entity entity); 
  Entity findEntity(Integer id); 
  boolean exists(Entity entity); 
  List<Entity> getEntities(); 
} 
 
public class AttractionDao extends GenericDaoImpl<Attraction> { 
 
  public AttractionDao(Class<Attraction> attractionClass, 
SessionFactory sessionFactor) { 
    super(attractionClass, sessionFactor); 





… és az alábbi metódusokkal: 
 updateEntity (frissítés): 
 
o @TransactionalEventListener: „Visszahívási metódusokat”, 
angolul callback metódusokat regisztrál. Amennyiben megtörtént a 
commit az adatbázisban, a tranzakció sikeresnek minősül. 
o currentSession(): A HibernateDaoSupport egy metódusa. Arra 
szolgál, hogy a jelenlegi session-t, „kapcsolatot” visszaadja. 
o merge(): Az adatbázisban lévő entitás frissítésre kerül az újjal. 
o flush(): Tranzakciósorozatok végén kell meghívni. Kötelezi a 
szinkronizációt a létrejött session és adatbázis között. Kvázi egy force 
kapcsoló az SQL parancsok végrehajtása mellé. 
o A metódus célja frissíteni az adatbázis egy elemét. 
 deleteEntiy (törlés): 
 
o delete(): Töröl egy entitást az adatbázisból. 
o A metódus célja törölni egy adatbáziselemet. 
 deleteEntityById (törlés azonosító alapján): 
 
o load(): Egy entitás betöltése az adatbázisból. 
o A metódus célja lekérdezni egy elemet az adatbázisból id alapján, majd 
törölni azt. 
@Override 
@TransactionalEventListener(phase = TransactionPhase.AFTER_COMMIT) 
public void updateEntity(Entity entity) { 
  currentSession().merge(entity); 




@TransactionalEventListener(phase = TransactionPhase.AFTER_COMMIT) 
public void deleteEntity(Entity entity) { 
  currentSession().delete(entity); 




@TransactionalEventListener(phase = TransactionPhase.AFTER_COMMIT) 
public void deleteEntityById(Integer id) { 
  currentSession().delete(currentSession().load(entityClass, id)); 





 insertEntity (létrehozás): 
 
o persist(): Entitás hozzáadására használjuk az adatbázisba. 
o A metódus célja egy elem hozzáadása az adatbázisba, majd visszatérni a 
hozzáadott példánnyal. 
 findEntity (lekérdezés): 
 
o DetachedCriteria: Az osztály lehetőséget biztosít lekérdezés 
létrehozására. 
o forClass(): Egy statikus builder DetachedCriteria 
létrehozására egy paraméteren keresztül. 
o add(): Azonosító alapján keresünk, így van lehetőségünk a keresési 
kritériumokhoz felvenni azt. 
o getExecutableCriteria(): Egy futtatható lekérdezést hoz létre, 
ami paraméterként megkapja a használt session-t. 




@TransactionalEventListener(phase = TransactionPhase.AFTER_COMMIT) 
public Entity insertEntity(Entity entity) { 
  try { 
    currentSession().persist(entity); 
    currentSession().flush(); 
    return entity; 
  } 
  catch(Exception e) { 
    e.printStackTrace(); 
    return null; 




public Entity findEntity(Integer id) { 
  DetachedCriteria criteria = 
DetachedCriteria.forClass(entityClass); 
  criteria.add(Restrictions.idEq(id)); 
  Criteria executableCriteria = 
criteria.getExecutableCriteria(currentSession()); 





 exists (létezés): 
 
o Projections.rowCount(): Sorok számát adja vissza az adatbázisban. 
o A metódus célja a megszorításokhoz felvenni, hogy egy elem 
megtalálható az adatbázisban és sorok is találhatók vele. Amennyiben 
ezzel a feltétellel talál elemet, visszaad annak sikerességétől függően igaz 
vagy hamis értéket. Igazat, ha talált. 
 getEntities (minden elem lekérdezése): 
 
o list(): A talált elemeket listába szervezi. 
o A metódus célja minden elemet lekérdezni egy táblából, listába szervezni 
őket és visszatérni a létrehozott listával. 
Ahogy említésre került, a User-hez tartozó osztály, esetünkben a UserDao ebben a 
rétegben is különc a különböző többletmegvalósítások révén: 
  
@Override 
public boolean exists(Entity entity) { 
  DetachedCriteria criteria = 
DetachedCriteria.forClass(entityClass); 
  criteria.add(Restrictions.idEq(entity.getId())); 
  criteria.setProjection(Projections.rowCount()); 
  Criteria executableCriteria = 
criteria.getExecutableCriteria(currentSession()); 




public List<Entity> getEntities() { 
  DetachedCriteria criteria = 
DetachedCriteria.forClass(entityClass); 
  Criteria executeableCriteria = 
criteria.getExecutableCriteria(currentSession()); 
  List<Entity> list = executeableCriteria.list(); 
  List<Entity> setList = new ArrayList<>( 
      new HashSet<>(list) 
  ); 
 





 findByUsername (felhasználónév alapján történő keresés): 
 
o eq(): A függvény annyiban hordoz újdonságot a korábbiakhoz képest, 
hogy felhasználónévre keresünk, így feltételhez kötjük, hogy a username 
oszlopban meg kell találnunk a paraméterként kapott felhasználónevet. 
o A metódus célja visszatérni azzal a felhasználóval, amit megtalálunk az 
adatbázisban. 
 findByUsernameAndPassword (felhasználónév és jelszó alapján történő 
keresés): 
 
o A metódus célja visszatérni azzal a felhasználóval, amit megtalálunk az 
adatbázisban. 
5.7 Konfiguráció leírások 
A config mappa szerkezete: 
 
A konfigurációk megadják, hogy az alkalmazás milyen körülmények között 
fusson. A Spring keretrendszernek a bootRun (alkalmazás indítása) parancs elindítása 
után első dolga, hogy konfigurálja az alkalmazást, amihez a saját kézzel írott osztályok 
public User findByUsername(String username) { 
  DetachedCriteria criteria = 
DetachedCriteria.forClass(entityClass); 
  criteria.add(Restrictions.eq("username", username)); 
  Criteria executableCriteria = 
criteria.getExecutableCriteria(currentSession()); 
  return (User) executableCriteria.uniqueResult(); 
} 
 
public User findByUsernameAndPassword(String username, String 
password) { 
  DetachedCriteria criteria = 
DetachedCriteria.forClass(entityClass); 
  criteria.add(Restrictions.eq("username", username)); 
  criteria.add(Restrictions.eq("password", password)); 
  Criteria executableCriteria = 
criteria.getExecutableCriteria(currentSession()); 





nagy segítséget nyújtanak és a @Configuration osztályannotációkkal vannak ellátva. 
Három fő részből áll: ApplicationConfig, WebConfig és WebMvcConfiguration. 
ApplicationConfig: 
 
Célja felépíteni az alkalmazás alapjait, ami esetünkben az adatbázissal való 
kommunikáció. Ehhez két osztályt kell importálni: DatabaseConfig és DaoConfig. 
DatabaseConfig: 
Az osztály célja beállítani az entitásokat és adatforrást létrehozni. 
 Egy adattagja van: 
 
 sessionFactory:  
 
 
o @Bean: Hivatkozást tesz lehetővé inicializáció nélkül. 
o hibernateProperties(): Beállítja a MySQL-t, mint adatbáziskezelő. 
@Configuration 
@Import({DatabaseConfig.class, DaoConfig.class}) 








LocalSessionFactoryBean sessionFactory() { 
  LocalSessionFactoryBean factoryBean = new 
LocalSessionFactoryBean(); 
  factoryBean.setDataSource(dataSource); 
  factoryBean.setAnnotatedClasses( 
      Attraction.class, SubTicket.class, User.class, Location.class, 
      Event.class, Discount.class, Ticket.class 
  ); 
  Properties hibernateProperties = hibernateProperties(); 
  factoryBean.setHibernateProperties(hibernateProperties); 
  return factoryBean; 
} 
 
private Properties hibernateProperties() { 
  Properties hibernateProperties = new Properties(); 
  hibernateProperties.setProperty("hibernate.dialect", 
"org.hibernate.dialect.MySQL5Dialect"); 





o A függvény célja beállítani az adatforrást (dataSource) és az 
modellosztályokat (@Entity annotációval ellátott osztályok) regisztrálni 
a Hibernate Session-ben. 
DaoConfig: 
Az osztály célja a DAO osztályokat inicializálni. 
 Egy mezővel rendelkezik: 
 
o A sessionFactory segítségével adatbázissal kapcsolatos 
tulajdonságok jelennek meg. 
Minden függvény hasonlóan épül fel, így csak egy darab kerül bemutatásra: 
 attractionDao: 
 
o Az AttractionDao-t hozza létre a model osztállyal és 
sessionFactory-val. 
WebMvcConfig: 
Célja egy elvárt működést támasztani a funkciók felé. @Configuration és 
@EnableWebMvc annotációkkal ellátott. Utóbbi biztosítja a WebMvcConfigurer 
használatát, ami egy interfész és a WebConfig implementálja. 







AttractionDao attractionDao() { 




public void addCorsMappings(CorsRegistry registry) { 
  registry.addMapping("/**"); 
  registry.addMapping("/api/**") 
      .allowedOrigins("http://localhost:4200") 





o A CORS felöli elvárásokat valósítja meg. A végpont kezdődhet bármivel 
de inkább api-val. Utóbbi esetében a baseurl a localhost-on futó 4200-as 
port, amin a kliens fut. Négy darab REST hívás engedélyezett: PUT, 
DELETE, POST, GET. 
 addInterceptors: 
 
o A naplózási feladatokhoz ad egy személyre szabott megoldást. 
LoggerInterceptor: 




o A metódus a kérés (request) beérkezése előtt fog meghívódni. 
Alapvető információk kerülnek be a naplóba. Amennyiben jelszó 




o A kérés (request) beérkezése után hívódik meg, de még a 
feldolgozás közben, vagyis a válasz (response) előtt. Nagyon 
alapvető információk kerülnek a naplóba. 
@Override 
public void addInterceptors(InterceptorRegistry registry) { 




public boolean preHandle(final HttpServletRequest request, final 
HttpServletResponse response, final Object handler) throws Exception 
{ 
  log.info("[preHandle][" + request + "]" + "[" + 
request.getMethod() + "]" + request.getRequestURI() + 
getParameters(request)); 




public void postHandle(final HttpServletRequest request, final 
HttpServletResponse response, final Object handler, final 
ModelAndView modelAndView) throws Exception { 







o A válasz (response) után hívódik meg és szintén nagyon alapvető 
információkat tárol. Jelzi, ha kivétel dobódott. 
WebMvcConfiguration: 
@Configuration és @EnableWebMvc annotációkkal ellátott. Lehetőséget 
biztosít arra, hogy egyes statikus erőforrásokat használjunk a classpath-ból vagy a 
filesystem-ből: 
 
A kód garantálja minden felsorolt erőforrás használatát. 
5.8 Tesztelési dokumentáció 
A test mappa szerkezete: 
 
Az alkalmazás szerveroldala két oldalról lett tesztelve. Egyrészről unit tesztekkel, 
amik a controller és service osztályok alapvető működését ellenőrzik. Másrészről 
Postman tesztekkel, amik szintén alapvető működést ellenőriznek, de valós hívásokkal. 
Üzleti logika nem került a megvalósításba (ahogyan azt a service leírásoknál 




public void postHandle(final HttpServletRequest request, final 
HttpServletResponse response, final Object handler, final 
ModelAndView modelAndView) throws Exception { 




public void addResourceHandlers(ResourceHandlerRegistry registry) { 





i. Unit tesztek 
A mappa szerkezete: 
 
Ahogy említésre került, két package szerepel górcső alatt: a controller és 
service csomagok. Alapvető koncepció volt szerveroldal felépítése közben, hogy az ne 
tartalmazzon kifejezetten logikát, de minden üzleti információ kinyerhető legyen 
belőle. Ennek köszönhetően a cél a jól működő funkcionalitás elérése volt mindvégig. 
Ebből az aspektusból a unit teszteket nem volt nehéz igazán kis egységekre bontani, 
ugyanis az egész alkalmazás így épül fel. 
Controller osztályok tesztjei: 
A controller mappa szerkezete, ami a teszteket tartalmazza: 
 
Mivel minden controller hasonlóan épül fel, így a unit tesztjeik is nagyon 
hajaznak egymáséra. Ezért, ahogy korábban a controller osztályoknál, most is egy 
controller osztály unit tesztje kerül nagyító alá, ami esetünkben az 
AttractionControllerTest: 




o @RunWith: Ez az osztályszintű annotáció lehetőséget biztosít arra, 
hogy ne az „szimpla” JUnit segítségével fussanak a tesztek. Ebben az 
esetben a SpringRunner-t alkalmazzuk, amivel tudjuk használni az 
@Autowired annotációt adattagszinten. 
o @WebMvcTest: A controller osztályok tesztjeinél érdemes 
alkalmazni, így megtörténnek a konfigurációs beállítások. 
o @MockBean: Inicializálja az adattagot mockolt settelésekkel és bean 
is keletkezik. 
o entity: Egy olyan adattag, ami viszonyítási alapként szolgál a 
teszteknek. 
o mvc: Controller request-ek felépítésére alkalmas. 
o service: Garantálja a service osztály alkalmazását. 
o BASE_URL: A controller metódusainak relatív elérési bázisa. 
 setUp: 
 
o @Before: Metódusszintű annotáció, mely az annotált függvényt 
lefuttatja a tesztek előtt. 




public class AttractionControllerTest { 
 
  private Attraction entity; 
 
  @Autowired 
  private MockMvc mvc; 
 
  @MockBean 
  private AttractionService service; 
 
  private final String BASE_URI = "/api/attractions/"; 
 
@Before 
public void setUp() { 







o @Test: Egy olyan metódusszintű annotáció, amivel jelezni tudjuk egy 
tesztről, hogy az egy teszt. A fordítónak szüksége van erre a 
figyelmeztetésre. A tesztfuttató ennek hatására új példányt hoz létre, 
amin futtatja a metódust. 
o ow: Egy ObjectWriter példány, célja egy entitásból deszerializált 
json-t, vagyis egy stringet készíteni. 
o perform(): Egy request-et és response-t készít. 
o put(): Relatív útvonalat hoz létre a PUT művelet céljából. 
o contentType(): Lehetőséget ad beállítani, hogy response body-
ként kerüljön a request-be paraméter. 
o content(): A paraméter settelése. 
o mvcResult: Maga a response. 
o getResponse(): A response lekérdezése. 
o getStatus(): A response státusz kódjának lekérdezése. 
Amennyibe a kód 200, sikerről beszélhetünk. 
o assertEquals(): Ellenőrzi, hogy a paraméterként megadott 
értékek megegyeznek-e. 
o A metódus célja, hogy egy entitáson módosítást hajtson végre és 
ellenőrizze a folyamat sikerességét. 
  
@Test 
public void updateTest() throws Exception { 
  ObjectWriter ow = new 
ObjectMapper().writer().withDefaultPrettyPrinter(); 
 
  MvcResult mvcResult = 
mvc.perform(MockMvcRequestBuilders.put(BASE_URI + "update") 
      .contentType(MediaType.APPLICATION_JSON_VALUE) 
      .content(ow.writeValueAsString(entity))) 
      .andReturn(); 
 
  int status = mvcResult.getResponse().getStatus(); 







o delete(): Relatív útvonalat hoz létre a DELETE művelet céljából. 
o result: Maga a response (DELETE esetén üres válasz jön vissza, 
de a státusz kódja lekérdezhető). 




o post(): Relatív útvonalat hoz létre a POST művelet céljából. 
o result: Maga a response. 
o A metódus célja, hogy tesztelje az entitás létrehozását és ellenőrizze 
a válasznak a kódját. 
 getTest: 
 
o given(), willReturn(): Amennyiben egy gettelés történik, 
legyen az eredménye a willReturn() paramétere. 
@Test 
public void deleteByIdTest() throws Exception { 
  MvcResult result = mvc.perform(delete(BASE_URI + "delete/1")) 
      .andReturn(); 
 
  int status = result.getResponse().getStatus(); 




public void createTest() throws Exception { 
  ObjectWriter ow = new 
ObjectMapper().writer().withDefaultPrettyPrinter(); 
 
  MvcResult result = mvc.perform(post(BASE_URI + "create") 
      .contentType(MediaType.APPLICATION_JSON) 
      .content(ow.writeValueAsString(entity))) 
      .andReturn(); 
 
  int status = result.getResponse().getStatus(); 




public void getTest() throws Exception { 
  given(service.get(1)).willReturn(entity); 
 
  mvc.perform(get(BASE_URI + "1") 
      .param("type", "type")) 
      .andExpect(status().isOk()) 





o get(): Relatív útvonalat hoz létre a GET művelet céljából. 
o param(): Query paramétereket csatol a request-hez. 
o isOk(): Amennyiben a response státusz kódja 200, vagyis sikeres. 
o jsonPath(): A response-ként kapott json-ben ad lehetőséget 
navigálásra. Ebben az esetben a típust ellenőrizzük.  
o andExpect(): Elvárás támasztása a response-szal szemben. 
o A metódus célja, hogy tesztelje egy entitás lekérdezését {1}-es id 
alapján. Amennyiben az entitás típusa megegyezik a response 




o hasSize(): A válaszként kapott json array méretének ellenőrzése. 
Ez esetünkben egy, mert csupán egyelemű listát definiáltunk. 
o A metódus célja, hogy ellenőrizze minden elem megérkezik-e a 
válaszban. Amennyiben egy megérkezik biztosak lehetünk benne, 
hogy kettő is, különben kivétel dobódna. Az ellenőrzés céljából 
összehasonlításra kerül a méreten kívül a nulladik elem típusa az 
entitás típusával, ami egyedüliként a listában szerepel. 
 
Service osztályok tesztjei: 
A service mappa szerkezete, ami a teszteket tartalmazza: 
@Test 
public void getAllTest() throws Exception { 
  List<Attraction> entities = Arrays.asList(entity); 
 
  given(service.getAll()).willReturn(entities); 
 
  mvc.perform(get(BASE_URI + "getall") 
      .contentType(MediaType.APPLICATION_JSON)) 
      .andExpect(status().isOk()) 
      .andExpect(jsonPath("$", hasSize(1))) 






Mivel minden service hasonlóan épül fel, így a unit tesztjeik is nagyon hajaznak 
egymáséra. Ennek megfelelően ahogy korábban a service osztályoknál, most is egy 
service unit tesztje kerül nagyító alá, ami esetünkben az AttractionServiceTest. 
Mivel a service-ek kvázi proxyként üzemelnek logika nélkül alapvető teszteket volt 
csak érdemes végezni, ami settelésekből és gettelésekből áll: 
 Adattagok és osztályszintű annotációk: 
 
o @Mock: Egy entitás mockolt értékekkel való settelése. 





o Mockito: A Mockito framework-re utal. 
@RunWith(SpringRunner.class) 
public class AttractionServiceTest { 
 
  private Attraction entity; 
 
  @Mock 
  private AttractionService service; 
 
  private final Integer ID = 1; 
 
@Before 
public void setUp() { 




public void createTest() throws Exception { 
  Mockito.when(service.create(entity)) 
      .thenReturn(entity); 
 
  Attraction found = service.create(entity); 
 





o when(), thenReturn(): Amennyiben a when() paraméterként 
kapott hívása megtörténik, térjen vissza a thenReturn() 
paraméterével. 
o assertThat(): Tesztel egy hívást, hogy az egyenlő-e az 
isEqualTo() paraméterével. 
o A metódus célja, hogy ellenőrizze a settelések helyességét. 
 getTest: 
 
o A metódus célja, hogy ellenőrizze a settelések helyességét. 
 getAllTest: 
 
o A A metódus célja, hogy ellenőrizze a settelések helyességét. 
ii. Postman tesztek 
A Postman tesztek elég generikusnak hatnak. Két cél került velük szemben 
megfogalmazásra: kerüljön ellenőrzése a response kód és a visszatért json body, ha 
elvárt, hogy legyen. 
A tesztek bemutatása az Attractions mappán belüli tesztekkel elegendőek a 
fentiek miatt. A környezet lokális volt, a szerveralkalmazás a 8080-as porton futott. 
Az automatizált tesztek: 
 A tesztek minden request után lefutnak. 
@Test 
public void getTest() { 
  Mockito.when(service.get(entity.getId())) 
      .thenReturn(entity); 
 
  Attraction found = service.get(ID); 
 




public void getAllTest() { 
  Mockito.when(service.getAll()) 
      .thenReturn(Arrays.asList(entity)); 
 
  List<Attraction> found = service.getAll(); 
 





 A tesztek eredményei a bevágott „címsor” formájú képeknek a jobb oldalán 
találhatók „Test Results (m/n)” nével, ahol m és n is természetes számok. Az m 
jelzi a sikeres teszteket, n pedig az összes tesztet. 
 /api/attractions/getall 
o Request: http://localhost:8080/api/attractions/getall 
o Response (részlet): 
 
o Teszt: A response státusz kódjának és a formátumnak az ellenőrzése. 
 
 /api/attractions/create 





o Teszt: A response státusz kódjának és a formátumnak az ellenőrzése. 
  
pm.test("response should be json body", function() { 
    pm.response.to.have.status(200); 
    pm.response.to.be.withBody; 





o Request: http://localhost:8080/api/attractions/delete/25 
o Response: 
 
o Teszt: A response státusz kódjának az ellenőrzése. 
 
 /api/attractions/update 
o Request: http://localhost:8080/api/attractions/update 
o Response: 
 
o Teszt: A response státusz kódjának az ellenőrzése. 
 /api/attractions/{id} 




o Teszt: A response státusz kódjának és a formátumnak az ellenőrzése. 
A manuális tesztek: 
Három esetben kerültek alkalmazásra a Postman alkalmazáson belül, minden 
tesztelt esetben kivétel dobódik érthető hibaüzenettel és státusz kóddal: 
 Hibás formátumú paraméter: 
Az átadott paraméter a REST interfészen keresztül például Integer helyett 
String volt, vagy fordítva. 
  
pm.test("response should be json body", function() { 




 Nem létező paraméter: 
Az átadott paraméter bár jó formátumú, de nem található meg az 
adatbázisban (esetleg egy lekérdezésnél, frissítésnél).  
 Üres paraméter: 
Nem kerül átadásra paraméter, bár elvárt. 
 Hibás útvonal: 
A REST interfészen nem érhető el a megadott végpont, így nem tudja 







6.1 Fejlesztői eszközök 
6.1.1 Angular-keretrendszer 
Az kliens az Angular-keretrendszer segítségével jött létre, ami komponensekből 
gyárt weboldalt. Egy komponens jellemzően (legalábbis ennek a kliensnek az esetében) 
három részből épül fel: html, typescript és css fájlokból. 
A fejlesztőbarátságot a hot-deploy is segíti, vagyis amennyiben egy fájl 
elmentésre kerül a projektben, ismét indul a deploy. Legfőbb erőssége azonban nem 
csak a tagoltság és az elemek együttműködése, hanem a kódgenerálás is. Nem szükséges 
teljesen részletes html és css fájlokat gyártani, ugyanis a Bootstrap open-source 
„kiegészítő” nagy segítségünkre van a téma kialakításában.  
Esetünkben a következő Bootstrap téma került alkalmazásra: 
https://bootswatch.com/darkly/ (2019.05.08.) 
A fejlesztés elején egy téma telepítéshez annyit kell tenni, hogy a kliens alkalmazás 
gyökerében indítani kell egy parancssort és futtatni a következő parancsokat: 
npm install bootstrap 
npm install bootswatch 
 
Ezután az angular.json fájlban inicializálni is tudjuk azt a modult, amire szükségünk van: 
 




Ezenfelül lehet még jquery és saját kézzel megírt scripteket importálni, sőt, 
akármit, ami a fejlesztést segíti.  
6.2 Mappaszerkezet 
A mappák funkciótartalmazásuk szerint kerültek csoportosításra. A projekt 
gyökere a ticketing-system-frontend mappa, aminek a következő a mappaszerkezete: 
 
Az alábbi mappák és fájlok azok, amik érdekes funkcionalitással rendelkeznek és nem 
(csak) generikusak: 
 node_modules: Tartalmazza az összes alkalmazás által használt modult, például 
a Bootstrap-et. 
 src: A forrásfájlokat tartalmazza. 
 angular.json: Az Angular egyes konfigurációi és importjai találhatók meg 
benne. 




Az itteni fájlok és mappák többsége szintén generikus, de itt is ki lehet néhány elemet 
emelni: 
 app: Ez a mappa tartalmazza a fejlesztendő fájlokat. 
 assets: Kvázi egy gyűjtőmappa, ahonnan a forrásfájlokból importálni lehet. 
Tartalmazhat képeket, scripteket, bármit. 
 styles.css: Projektszintű stílusdefiníció. 
Az app mappán belül pedig az igazán izgalmas könyvtárak és fájlok találhatók, mely 
képen így jelenik meg: 
 
Itt már érdemes mindent jellemezni: 
 .vscode: A Visual Studio Code egy generált mappája. 
 containers: Maguknak az oldalaknak a komponensei találhatók meg benne. 
 model: A modell interface-eket tartalmazza. 
 services: A szerviz osztályt tartalmazza. 
 app.component.css: A legkülső komponenshez tartozó stílus fájl. 
 app.component.html: A legkülső komponenshez tartozó html fájl. 
 app.component.ts: A legkülső komponens agya, ami a logikákat tartalmazza. 
 app.module.ts: A kliens importjait, komponenseit és útvonalait tartalmazza. 
6.3 Modell leírások 




A modellek a funkcionalitásuk alapján kerültek csoportosításra, így az alábbi 
párosítás született:  
Az id egyik esetben sem kötelező mező, mert nem szerveroldalról érkezett objektumként nincs 
értelme, hogy azonosítva legyen. Az export kifejezés a későbbiek során tárgyalásra kerül. 
 Helyszín : Location interface 
 
o Nem kötelező mező: id. 
 Előadás : Attraction interface 
 
o Nem kötelező mező: id. 
 Kedvezmény : Discount interface 
 
o Nem kötelező mező: id. 
 Esemény : Event interface 
 
o Nem kötelező mező: id. 
export interface Location { 
    id?: number; 
    name: string; 
    capacity: number; 
} 
 
export interface Attraction { 
    id?: number; 
    type: string; 
    length: number; 
    price: number; 
} 
 
export interface Discount { 
    id?: number; 
    name: string; 
    percentage: number; 
} 
 
export interface Event { 
    id?: number; 
    attraction: Attraction; 
    location: Location; 





o A startTime a milliszekundumot tartalmazza, ami megjelenítéskor 
átkonvertálásra kerül Date formátumra. 
 Részjegy : SubTicket interface 
 
o Nem kötelező mezők: id, discount (nem muszáj kedvezményt adni 
valamire) és ticket (amikor létrejön egy részjegy, még nincsen jegyhez 
társítva). 
 Jegy : Ticket interface 
 
o Nem kötelező mező: id. 
 Felhasználó : User interface 
 
o Nem kötelező mezők: id, email és role. 
 Bejelentkezés válasza: LoginResponse interface 
 
o Feladata jelezni, hogy egy bejelentkezés sikeres volt-e, avagy sem. 
  
export interface SubTicket { 
    id?: number; 
    event: Event; 
    amount: number; 
    discount?: Discount; 
    ticket?: Ticket; 
} 
 
export interface Ticket { 
    id?: number; 
    owner: string; 
    subTickets?: Array<SubTicket>; 
} 
 
export interface User { 
    id?: number; 
    username: string; 
    password: string; 
    email?: string; 
    role?: string; 
} 
 
export interface LoginResponse { 





Egymáshoz képest az ábrán láthatóan viszonyulnak: 
 
6.4 Kiszolgáló (Service) leírások. 
Olyan metódusokat tartalmaz, amik minden komponens számára elérhetők. 
Éppen ezért érdemes az egész osztály minden adattagját és metódusát elemezni, mert 
a későbbiekben többször használatba kerülnek. 




export class TicketSystemBackendService { 
 
    isLoggedIn: boolean = false; 
    BASE_URL = "http://localhost:8080/"; 
    user: User = { 
        username: "Ismeretlen", 
        password: "", 
        email: "", 
        role: "" 





o @Injectable: Osztályszintű annotáció, használatával az osztály 
bármilyen komponensből látható lesz. 
o export: Amennyiben ezzel az előtaggal rendelkezik egy osztály, akkor 
látható külső modulokból is. Alapvetően egy modul futtatása a saját, 
lokális scope-ján belül történik meg, de így globálisan fog. 
o isLoggedIn: Értéke igaz, amennyiben a felhasználó be van jelentkezve. 
o BASE_URL: A szerver elérését adja meg, ami lokálisan fut a 8080-as 
porton. 
o user: Egy (még nem bejelentkezett) felhasználó alapértelmezett 
definiálása. 
 userFromJson() kapott paramétere json, visszatérése pedig: 
 
o A metódus célja, hogy egy (user) json-t deszerializáljon. 
 Konstruktor tartalma (paraméterei: http httpClient, cookieService 
CookieService): 
 
o Amennyiben egy felhasználó megtalálható a cookie-k között, 
„jelentkeztessük” be. Ha nem szerepel, akkor az inicializált értéket kapja 
meg a felhasználó. 
  
return { 
    id: json['id'], 
    username: json['username'], 
    password: json['password'], 
    email: json['email'], 
    role: json['role'] 
} 
 
if (this.cookieService.get("user") != "") { 
    this.isLoggedIn = true; 
    this.getByUsername(this.cookieService.get("user")) 
        .subscribe(response => { 
        this.user = this.userFromJson(response); 







o A függvény az adattagokat visszaállítja eredeti állapotukba és törli a 
felhasználót a cookie-k közül. 
 getByUsername(): 
 
o Kiírja a bejelentkezett felhasználó nevét és vissza is tér vele. 
 isAdmin(): 
 
o Ellenőrzi egy felhasználóról, hogy admin-e. 
 login(): 
 
o Bejelentkeztet egy felhasználót felhasználónév és jelszó alapján. 
init() { 
    this.isLoggedIn = false; 
    this.cookieService.delete("user"); 
    this.user = { 
        username: "Ismeretlen", 
        password: "", 
        email: "", 
        role: "" 
    }; 
} 
 
getByUsername(userName: string) { 
    console.log(userName); 
    return  
       this.http.get<User>( 
          this.BASE_URL +  
          'api/users/getUserByUsername?username=' +  




    return !!parseInt(localStorage.getItem('isAdminValue')); 
} 
 
login(user: User) { 
    return this.postLogin<User>( 
           this.BASE_URL + 'api/users/login',  







o Kijelentkeztet egy felhasználót. 
 getAttractions(): 
A /getall megvalósítások minden osztályon hasonlóan néznek ki. 
 
o Az összes előadás lekérdezése. 
 deleteAttraction(): 
A /delete megvalósítások minden osztályon hasonlóan néznek ki. 
 
o http.delete(): A HttpClient delete metódusa, ami a DELETE 
http metódus. 
o Egy előadás törlése id alapján. 
 createSubTicket(): 
 
o Egy részjegy létrehozása. 
  
logout(user: User) { 
    return this.postLogin<string>( 
           this.BASE_URL + 'api/users/logout',  




    return this.http.get<Attraction[]>( 
           this.BASE_URL + 'api/attractions/getall'); 
} 
 
deleteAttraction(id: any) { 
    return this.http.delete<void>( 
           this.BASE_URL + 'api/attractions/delete/' + id); 
} 
 
createSubTicket(subTicket: SubTicket) { 
    return this.post( 
           this.BASE_URL + 'api/sub_tickets/create',  
           subTicket); 






o http.post(): A HttpClient post metódusának megvalósítása, ami a 
POST http metódus. 
o A függvény célja visszatérni a POST request válaszával, amit meg kell 
várni, amíg megérkezik. Erre való a toPromise() és then(). 
 postLogin() 
 
o A http POST megvalósítása. Bejelentkezteti a felhasználót és eltárolja 
azt cookie-ként a böngészőben. 
6.5 Navigáció (Routing) 
Az app.module.ts fájlban kerül megvalósításra. Célja egy relatív útvonalhoz 
komponenst társítani. Minden komponenshez tartozik legalább egy útvonal, de egy 
útvonalhoz csak egy komponens tartozhat. 
Bár a komponensek még nem kerültek kifejtésre, de mivel minegyik komponens 
egy adott témával foglalkozik, így magas szinten tárgyalhatók. 
A következő párok jöttek létre (példakódok a kivételes eseteknél találhatók 
illusztrációképpen): 
  
post<TResponse>(action: string, params: any) { 
    return this.http.post(action, params) 
           .toPromise().then(res => {return res;}); 
} 
 
postLogin<TResponse>(action: string, params: any) { 
    return this.http.post<any>(action, params) 
        .pipe(map(user => { 
                if (user && user.token) {                         
                    localStorage.setItem('currentUser', 
                                         JSON.stringify(user)); 
                } 
                return user; 
            }) 



















    { 
        path: 'summary', 
        component: SummaryComponent, 
        children: [ 
            { 
              path: 'attractions', 
              component: AttractionsComponent 
            },  
 A children tömbben meg lehet adni gyerekkomponenseket, 
melyeknek a relatív útvonala a gyereket tartalmazó json path-






    path: '', 




    path: 'booking', 










6.6 Komponensek felépítése 
Ahogy egy korábbi bekezdésben említésre került, egy komponens három fő 





A .css fájl a dizájnért, a .html a weboldal felépítéséért, a .ts pedig a logikáért felelős. 
A containers mappa tartalmazza a komponenseket, melynek szerkezete: 
 
Nem kerül minden komponens részletes, példakódokkal történő elemzésre. 
Logikájukban hasonló célok vezérlik őket, mappaszerkezetük azonos. Ezekből az okokból 
kifolyólag a legtöbb logikát tartalmazó kerül precíz bemutatásra, ami a jegyfoglalás. 




A rend kedvéért érdemes bemutatni a mappaszerkezetét egy komponensnek: 
 
Nincs más hátra, mint a komponenseket górcső alá venni: 
6.6.1 Jegyfoglalás (BookingComponent) 
 
booking.component.css 
Azokat a stílusbeállításokat tartalmazza, amiket a bootstrap vagy a 
styles.css fájl nem, éppen ezért specifikusnak mondható. Mivel ez a fájl van a 
faszerkezetben a legmélyebben, képes felülírni a korábban definiált értékeket, 
amennyiben szüksége van rá.  
booking.component.ts 
Feladata betölteni a foglaláshoz szükséges adatokat, elvégezni a service-szel való 
kommunikációt és segédfüggvényeket nyújtani a számításhoz. 
Az osztály rendelkezik @Component annotációval, ami megadja, hogy milyen 
selectorral lehet rá hivatkozni, milyen template html fájllal dolgozik és milyen stílusokkal 
rendelkezik: 
 
Adattagjai a következők: 
 
@Component({ 
    selector: 'booking', 
    templateUrl: './booking.component.html', 
    styleUrls: ['./booking.component.css'], 
}) 
export class BookingComponent implements OnInit {   
 
allSubTickets: SubTicket[]; 








 allSubTickets: Minden részjegy az adatbázisban. 
 subTickets: Egy jegyre ráfűzött részjegyek. 
 events: Minden esemény az adatbázisban. 
 discounts: Minden kedvezmény az adatbázisban. 
 amount: A részjegyek darabszáma. 
 ticket: Létrehozott jegy. 
Mivel megvalósítja az OnInit interface-t, így kötelező definiálni az ngOnInit() 
metódust, ami pedig meghívja a load()-ot: 
 
 
 Az ngOnInit() minden alkalommal lefut, miután az Angular inicializált egy 
adatfüggő beállítást. 
 Ebből kifolyóan a load() metódus is minden ilyen alkalommal elfut. A függvény 
célja, hogy feltöltse az events, discounts és allSubTickets adattagokat, 
amit a subscribe() segítségével lehet megoldani, ugyanis így fel lehet 
iratkozni a gettelések válaszaira. 
Konstruktora inicializálja a service-t és amennyiben a felhasználó nincsen 
bejelentkezve, átirányítja a login képernyőre: 
ngOnInit() {  




    this.ticketSystemBackendService.getEvents() 
                                   .subscribe(events => { 
        events = events.filter(e => new Date(e.startTime) > new Date()) 
        this.events = events; 
    }); 
     
    /* getDiscounts és getSubTickets megvalósítás a fentihez 
       hasonlóan*/ 






Részjegyet létrehozni akkor lehet, ha több, mint nulla darab az igény és az 
igényelt darabszámmal még elférnek a helyszínen: 
A részszámításokat nem tartalmazza a példakód. 
 
Amennyiben jegyet szeretnénk létrehozni, rá kell fűzni legalább egy részjegyet és 
meg kell adni, hogy ki lesz a tulajdonosa. Miután egy jegy létrejött, annak kedvéért 
feltöltött subTickets adattagot üríteni kell. Fontos kitétel, hogy tudnunk kell, milyen 
jegy jött létre, amire rá lehet fűzni a részjegyet, így meg kell várnunk a post válaszát, 
amire a then() ad lehetőséget: 
A részszámításokat nem tartalmazza a példakód. 
 
constructor( 
        private ticketSystemBackendService: TicketSystemBackendService, 
        private router: Router, 
        private _cookieService: CookieService) { 
    if (!this.ticketSystemBackendService.isLoggedIn) { 
        alert("You are not logged in!"); 
        router.navigate(['/login']); 
    } 
} 
 
var tempSubTicket = {event, discount, amount}; 
if (this.checkCapacity(tempSubTicket)) { 
    this.subTickets.push(tempSubTicket);     
}   
 
this.ticketSystemBackendService.post( 
    this.ticketSystemBackendService.BASE_URL +  
         'api/tickets/create',  
    this.ticket 
).then(res => { 
     this.ticket = <Ticket> res; 
     
     var subTickets = this.subTickets 
     for (let e of subTickets) { 
         e.ticket = this.ticket; 
         this.ticketSystemBackendService.createSubTicket(e); 
     } 





A typescript fájl tartalmaz még segédfüggvényeket, de azokat a .html fájl 
leírásánál érdemes kitárgyalni. 
booking.component.html 
A cél egy felület létrehozása, ahol részjegyeket tudunk ráfűzni egy jegyre, majd a jegynek 
megnevezni a tulajdonosát és létrehozni magát a jegyet. 
Érdemes apró lépésekben hozzá látni a probléma megoldásához: szükség van egy 
beviteli blokkra, ahol meg lehet adni az eseményt, a mennyiséget és a kedvezményt, 
amikből elő tud állni a részjegy. Ezenfelül inkább mondható felhasználóbarát egy felület, 
ha az események és kedvezmények valami alapján rendezve vannak – ebben az esetben 
azonosító szerint. 
A kedvezmények sorba rendezésének analógiája hasonló, mint az eseményeké, 
így csak utóbbi kerül részletezésre: 
 
Elgondolkodhatunk azon is, hogy érdemes volna okosítani az események 
megjelenítésén, amihez jó ötlet lehet a kapacitás megjelenítése: 
 
sortedEvents() { 
    if (this.events != undefined) { 
        return this.events.sort( 
             (a, b) => a.id > b.id ? 1 : a.id === b.id ? 0 : -1); 
    } else { 
        return []; 




    var sum = 0; 
 
    for (let existingSubTicket of this.allSubTickets) { 
        if (existingSubTicket.event.id == event.id) { 
            sum += existingSubTicket.amount; 
        } 
    } 
 





A dátumot korábban láttuk, hogy number formátumban tároltuk el, így a 
megjelenítéskor szintén érdemes átalakítani a helyi időformátumra: 
 
Miután egy részjegyet hozzáadtunk az ideiglenes tárolóhoz, fontos kiszámolni, 
hogy az mennyibe is kerül: 
 
Gondolni kell arra is, hogy egy részjegyet törölni is lehet a tárolóból: 
 
A definíciók után nincs más hátra, mint a html kódrészleteket elemezni, amik 
használják a számolásokat. 
Ahogy az üzleti terv fejezetnél látszódott a képernyőfotókon, a részjegyek 
tárolója alkot egy blokkot: 
 
 Az *ngFor bejárja a .ts-beli subTickets listát. 
 A <td></td> szakaszon belül a következőképpen lehet hivatkozni 
o a subticket-ből: {{subticket.event.id}}, 
o és ts fájlban található függvényből: {{sumSubTicket(subticket)}}. 
date(event) {         




    return subTicket.event.attraction.price *  
           subTicket.amount *  
           (subTicket.discount == null ?  




    this.subTickets.splice(i, 1); 
} 
 
<tr *ngFor="let subticket of subTickets" class="table-primary"> 
 <td><!— A sor négyszer ismétlésre kerül más értékekkel --></td> 






 A deleteRow($index) kattintásra törli a sort, amiben a <Delete> gomb 
szerepel, ami megnyomásra került. 
A html többi része teljesen hasonlóan épül fel: 
 event selector feltöltése option elemekkel 
o sortedEvents() bejárása 
 discount selector feltöltése option elemekkel 
o sortedDiscounts() bejárása 
 <Add> gomb hozzáadása, amivel részjeget lehet hozzáadni a jegyhez: 
o (click)=”addSubticket()” 
 jegy létrehozása: 
o (click)=”createTicket()” 
6.6.2 Bejelentkezés (LoginComponent) 
 
login.component.css 
Cél egy középre igazított bejelentkező felület létrehozása. 
login.component.ts 
A login() függvényt kell megvalósítani, ami átnavigál a /summary/tickets oldalra, 
amennyiben a felhasználó már be van jelentkezve. 
Amennyiben még nincs, fel kell iratkozni a service-beli login válaszára, ami ha nem 
null, tehát sikerült bejelentkezni: 
 el kell menteni a felhasználót a cookie-ban 
 az isLoggedIn flaget igazra kell állítani a service-ben 
 inicializálni kell a felhasználót 
 amennyiben admin felhasználóról van szó, azt el kell menteni az isAdminValue-
val a localStorage-ben. 
Ha null, vagyis nem sikerült bejelentkezni, adjuk a próbálkozó tudtákra, hogy 





Ha a felhasználó még nincsen bejelentkezve, akkor a cél egy olyan felület 
biztosítása, ahol van két input mező és egy elküld gomb, aminek megnyomására a 
typescript fájlban definiált login() metódus lép életbe. 
Amennyiben a felhasználó már be van lépve, adjuk tudtára. 
6.6.3 Statisztikák (StatisticsComponent) 
 
statistics.component.ts 
Le kell kérdezni a jegyeknek és részjegyeknek /getall metódusaival az összes 
adatbázisbeli elemet és listát készíteni az előadás, helyszín és kedvezmény entitások 
leggyakoribb elemeiről megadott intervallumon belül, ahogyan az eladott jegyekről is. 
statistics.component.html 
Cél a lista korrekt megjelenítése.  
6.6.4 Összegzés (SummaryComponent) 
 
summary.component.css 
A summary komponensnek több gyereke van nagyon hasonló funkcionalitással, 
így a css fájlját érdemes generikusra tervezni, hogy ne kelljen minden gyereknek külön-
külön. 
summary.component.ts 
Az osztály egyfajta navigátorként szolgál, ahogy az már az app.module.ts 
esetében bemutatásra kerül. Akciók hatására átnavigál egy másik almenüpontba. 
summary.component.html 








, amik elvégzik a navigációt másik oldalra. 




 egy tábla feltöltése az összes előadással 
 szűrés  
 előadás létrehozása adminként 
 sor és vele együtt előadás törlése adminként 
attractions.component.html 
Cél megjeleníteni az összes előadást táblázatos formában és minden sorba egy 
<Delete> gombot helyezni, amivel adminként törölni lehet. 
Adminként bejelentkezve nem csak törölni, de előadást hozzáadni is lehet. 




 egy tábla feltöltése az összes kedvezménnyel  
 szűrés  
 kedvezmény létrehozása adminként 
 sor és vele együtt kedvezmény törlése adminként 
discounts.component.html 
Cél megjeleníteni az összes kedvezményt táblázatos formában és minden sorba 
egy <Delete> gombot helyezni, amivel adminként törölni lehet. 
Adminként bejelentkezve nem csak törölni, de kedvezményt hozzáadni is lehet. 
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 egy tábla feltöltése az összes helyszínnel  
 szűrés  
 helyszín létrehozása adminként 
 sor és vele együtt helyszín törlése adminként 
locations.component.html 
Cél megjeleníteni az összes helyszínt táblázatos formában és minden sorba egy 
<Delete> gombot helyezni, amivel adminként törölni lehet. 
Adminként bejelentkezve nem csak törölni, de helyszínt hozzáadni is lehet. 




 egy tábla feltöltése az összes eseménnyel  
 szűrés  
 előadások sorba rendezése és visszatérni a rendezett adatsorral 
 helyszínek sorba rendezése és visszatérni a rendezett adatsorral 
 ellenőrizni, hogy egy létrehozandó esemény átfedésben van-e egy már 
létező eseménnyel egy adott helyszínen. 
 esemény létrehozása adminként 
 sor és vele együtt esemény törlése adminként 
events.component.html 
Cél megjeleníteni az összes eseményt táblázatos formában és minden sorba egy 
<Delete> gombot helyezni, amivel adminként törölni lehet. 
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Adminként bejelentkezve nem csak törölni, de eseményt hozzáadni is lehet. Az esemény 
hozzáadásakor az előadás és a helyszín selectorban jelenjen meg, ahol az adatok 
legyenek rendezve.  




 egy tábla feltöltése az összes eseménnyel  
 szűrés  
 jegy árának kiszámítása 
 részjegyek árának kiszámítása 
 paraméterként egy jegyet kapva visszaadni annak részjegyeit 
tickets.component.html 
Cél megjeleníteni az összes eseményt táblázatos formában árral együtt. 
Amennyiben a felhasználó rákattint egy jegyre, modal formában jelenjenek meg annak 
részjegyei árral együtt. 
6.7 Tesztelési dokumentáció 
A tesztelésre minden oldalon manuálisan került sor, cél a funkcionalitás 
ellenőrzése volt. 
Általános tesztek: 
 A <Delete> gombra kattintva az entitás törlődjön az adatbázisból és vele együtt 
a táblából is. 
 Entitás létrehozásakor az elem kerüljön bele az adatbázisba, ezzel együtt a 
táblába. 





 Paraméterezés tesztelése: amennyiben a type üres string, ne engedje 
létrehozni az előadást. 
Helyszín létrehozása: 
 Paraméterezés tesztelése: amennyiben a name üres string, ne engedje 
létrehozni a helyszínt. 
Esemény létrehozása: 
 Paraméterezés tesztelése: A két időponttal kapcsolatos mezőbe ne lehessen 
érvénytelen értéket beírni. Amennyiben üresek maradnak, ne engedje 
létrehozni az eseményt. 
Kedvezmény létrehozása: 
 Paraméterezés tesztelése: amennyiben a name üres string, ne engedje 
létrehozni a kedvezményt. Üres percentage esetén 0 érték settelődjön be az 
új entitásba. 
Felhasználó létrehozása: 
 Paraméterezés tesztelése: amennyiben a username, password, password2 és 
email üres mezők, ne engedje létrehozni a felhasználót. A felhasználó abban 
az esetben se jöjjön létre, amennyiben a password és password2 különbözők. 
Jegyfoglalás: 
 Részjegy létrehozása: 
o Paraméterezés tesztelése: amennyiben a mennyiségnek nincsen 
érték megadva vagy 0, ne engedje a részjegyet létrehozni. 
 Jegy létrehozása: 
o Paraméterezés tesztelése: amennyiben az owner mező üres vagy 








Egy open-source szoftver, ami kódmegosztásra alkalmas. A Git verziókezelőre 
épül. A fejlesztés során a következőképpen jött létre két repository: 
 Szerver: https://gitlab.com/peter-kiszelka-thesis/ticketing-system-backend 
(2019.05.10.) 




Az alkalmazás egyik legnagyobb előnye a személyre szabható pipeline-ok, 
amikkel tetszőleges CI/CD folyamatok alakíthatók ki. Emellett lehetőség van 
csoportokat, azon belül pedig projekteket készíteni, amin belül megtalálhatók a 
repository-k.  
A csoporthoz és a projekthez is felhasználók társíthatók különböző jogkörökkel. 
7.1.1 Continous Integration 
 
A CI célja minden merge vagy commit után lefuttatni a build-et, teszteket és 
extra eszközöket. Ehhez a GitLab egy config fájlt vár el: gitlab-ci.yml 
Ennek segítségével egy teljes pipeline-t le lehet írni, ami esetünkben a Gradle 
eszközeire illeszkedik.  
Amennyiben a pipeline egy lépése sikertelen, a folyamat megszakad és sikertelen lesz a 
merge vagy commit. Logok elérhetők a futásról, így van lehetőség megtalálni a hiba 




Három fázisból áll a folyamat: 
Build: 
A fázis megfuttatja a gradle build parancsát a commiton, ami után az 
assemble folyamat következik. A lépés végére ellenőrzésre kerül a sikeres jar fájl 
generálása, ahogyan minden osztály fordítása is, amiért a compileJava task felel. 
A build segítségével tehát megbizonyosodhatunk arról, hogy a programunk fordul és 
készen áll a tesztelésre. 
 
Teszt: 
Megfuttatja a unit teszteket a gradle check parancsával. A reportokat 





  stage: build 
  script: gradle --build-cache assemble 
  cache: 
    key: "$CI_COMMIT_REF_NAME" 
    policy: push 
    paths: 
      - build 
      - .gradle 
 
test: 
  stage: test 
  script: 
    - gradle check 
  artifacts: 
    expire_in: 1 week 
    paths: 
      - build/reports/tests/test/classes/ 
    reports: 
      junit: build/reports/tests/test/classes/*.html 
 
javadoc: 
  stage: build 
  script: 
    - gradle javadoc 
  artifacts: 
    expire_in: 1 week 
    paths: 




A pipeline minden eleme Alpine Linux virtuális gépen fut: 
 
















8.1 Balsamiq Mockups 
A program segítségével könnyedén készíthetünk vázlatokat a leendő honlapról, 
ami megkönnyíti a tervezést és ad egy vizuális képet arról, hogy milyen fejlesztési irányra 
lesz szükség a szerver és adatbázis kiépítésekor. 
8.2 MySQL Workspace 
Korábban már esett róla szó. Megkönnyíti az adatbázis kezelést: egyszerű benne 
táblákat, relációkat létrehozni és SQL parancsokat futtatni. Ezenfelül képes diagramokat 
generálni. 
8.3 Intellij IDEA 
Az ingyenes verziója java fejlesztésre alkalmas. Rengeteg beépített eszközzel 
rendelkezik, ami redukálja a konfigurációval töltött időt. Hasznos kiegészítőkkel 
rendelkezik, a Lombok tipikusan ilyen. 
8.4 Postman 
Talán a legjobb szoftver REST hívások ellenőrzésére, bármi megvalósítható 
benne. Az pedig külön kiemelendő, hogy teszteket is lehet benne írni. 
8.5 Visual Studio Code 
A kliens kódjának fejlesztése folyt ebben a környezetben. Több téma és fordító 
is elérhető hozzá, ezen felül lehetőséget nyújt a kód debugolására is. 
8.5 Creately 
Webes use-case diagram szerkesztő: https://creately.com (2019.05.10.) 
8.5 PlantText 
Webes uml-diagram szerkesztő: https://www.planttext.com/ (2019.05.10) 
