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Abstract
The Uniﬁed Modeling Language has become widely accepted
as a standard in software development. Several tools have been
produced to support UML model validation. However, most of
them support either static or dynamic model checking; and no
tools support to check both static and dynamic aspects of a UML
model . But a UML model should include the static and dynamic
aspects of a software system. Furthermore, these UML tools trans-
late a UML model into a validation language such as PROMELA.
But they have some shortcomings: there is no proof of correctness
(with respect to the UML semantics) for these tools. In order to
overcome these shortcomings, we present a toolset which can val-
idate both static and dynamic aspects of a model; and this toolset
is based on the semantic model using Abstract State Machines.
Since the toolset is derived from the semantic model, the toolset is
correct with respect to the semantic model.
1 Introduction
The Uniﬁed Modeling Language (UML) is becoming a stan-
dardized modeling notation for expressing object-oriented models
and designs. More and more, software developers are using UML
to model their software in the early stages of software develop-
ment. But helping developers design a correct software system is
still a challenging problem. Investigations have shown that errors
are introduced more often during the initial software development
stages such as requirement and design stage [6]. These errors will
cost much more money to ﬁx during the late software develop-
ment stages than during the stage when they are introduced. With
the advent of UML, it is possible to ﬁnd a methodology to detect
errors when they ﬁrst appear during software development.
The semantics of UML is described in a meta-model, which
consists of three views: Abstract Syntax, Well-formedness rules
and Semantics. The Abstract Syntax is provided as a model de-
scribed in a subset of UML, i.e. class diagrams together with
a supporting natural language description. The Well-formedness
￿Partially supported by NSF grant CCR 95-04375.
rules are provided using the Object Constraint Language. Finally
the Semantics are described primarily in natural language.
Based on the metamodel of UML, we apply Abstract State Ma-
chines in giving the semantics for the above three views in this
project. We give the ASM semantics for class diagrams, Object
Constraint Language and the semantics parts for UML in our tools.
Therefore, a user can have syntax checking for a UML model by
comparing it with the UML metamodel.
The architecture of the UML is based on the four-layer meta-
model structure, which consists of the following layers: user ob-
jects, model, meta-model and meta-metamodel. According to the
UML document [16], a UML model deﬁnes a language to describe
an information domain; however, user objects are an instance of a
model, which deﬁnes a speciﬁc information domain. Because the
instance of the model is usually represented by an object diagram,
we give the ASM speciﬁcation for object diagrams in UML in our
tool. Based on the ASM semantics for UML class diagrams and
object diagrams, the tool can help a user check whether a speciﬁc
information domain is valid according to the UML model the user
gives in the class diagram.
A UML model usually includes both static and dynamic as-
pects so as to completely model a real application. In general, the
static aspect of a model can be represented by the static diagrams
in UML, such as class diagrams, together with some constraints
written in the Object Constraint Language (OCL); the dynamic
aspect of a model can be given by the UML dynamic diagrams
such as state machine diagrams
1 or activity diagrams.
We think that any tool supporting the validation of a UML
model should include static and dynamic validation. First, static
validation can be used to check whether a model is syntactically
valid, i.e., whether the model satisﬁes the UML meta-model in-
cluding the well-formedness rules given by OCL. On the other
hand, as the application becomes more complicated, it is harder
for a developer to ﬁnd whether some state (speciﬁc information
domain) is valid according to the model which (s)he is develop-
ing. The second function for the static validation is that it can help
a developer check whether his/her UML model includes some spe-
ciﬁc information domain.
1We use the term “state chart diagrams” and “state machine diagrams”
interchangeably.
1After designing a static structure of a model, a developer can
specify dynamic behavior for a class and this kind of behavior
can be represented by UML dynamic diagrams such as state chart
diagrams. Dynamic validation is used to check whether the dy-
namic aspect of a model satisﬁes some important properties such
as safety or liveness.
There are few research tools [10] and [13] available to support
either static or dynamic validation. One of the reasons most tools
do not support model validation is the lack of the formal seman-
tics of UML and OCL. Generally, research work to support UML
model validation usually includes the following two steps. First,
researchers present a formal semantics for a diagram or language
in which they will work; and then, according to the formal se-
mantics, they either translate the diagram or language into some
language supporting the validation or use some programming lan-
guage to execute the diagram or language. One of the problems
in the above tools is that the researchers have not given a proof of
correctness (with respect to the UML semantics) for these tools,
although the validation model they assume is the same as the se-
mantic model.
After we investigated existing validation tools, we found that
another common weakness is that most of them have their own
unique representations for a model. They do not support XMI
which is an XML Metadata Interchange Format and therefore
these tools can not be used with many UML commercial tools
such as Rational Rose. For this reason, these tools’ applications
are greatly reduced.
In this paper we will introduce a new toolset which tries to
overcome the weaknesses in previous validation tools. First this
toolset supports validation of both the static and dynamic aspects
of a model. This is the ﬁrst time (at least to our knowledge) that a
UML toolset supports both aspects of a model. Secondly, the vali-
dation of a model is totally based on the semantic model given by
AbstractStateMachines which isalso a validation model. Because
we use the same model, all validations are completely consistent
with our semantic model for UML diagrams. Last, XMI is used
to represent a model in this toolset so that no matter what kind of
UML CASE tools a software developer uses, (s)he can validate a
model if the model can be translated into XMI format.
In the following sections, we will ﬁrst introduce how to gen-
erate ASM speciﬁcations for a UML model. We will give an
overview about the toolset and its functions in section 3. In section
4 we will draw some conclusions.
2 Abstract State Machines and ASM Speciﬁ-
cations for a UML Model
Abstract State Machines (ASMs) [7] were ﬁrst presented by
Gurevich ten years ago. Since then, they have been successfully
used in specifying and verifying many software systems. For ex-
ample, they have been used to give a semantic model for several
programming languages such as C. Furthermore ASMs have been
applied to UML in a variety of ways. B¨ orger et al have applied
ASMs to provide semantics for UML activity diagrams and state
machines ([3] and [4]), and are currently working on simulation
tools for UML statecharts [5]. The dynamic validation part in this
toolset is based on results previously announced in [15].
An ASM program consists of some rules which can be found
in [7]. There are several tools available to support ASMs. In this
project, we use XASM [2] to execute ASM speciﬁcations. XASM,
an extensible ASM, realizes a component-based modularization
concept based on the notion of external function as deﬁned in
ASMs. Compared with other ASM tools, we think XASM may
be suited for high-level validation of UML models.
Another important tool supporting ASM is a model checker.
This ASM model checker is based on the SMV model checker.
Although our ASM model checker is built on the SMV model
checker, it is quite different from other model checker because
it can be used to validate some properties totally based on the se-
mantic model given by ASMs. Therefore our validation model is
the same as the semantic model. But most other model checkers
do not have this advantage. More detailed introduction to ASMs
and their tools can be found in [7] and [1].
Because our ASM speciﬁcation for a UML model consists of
the static and dynamic parts, we will outline the two parts of ASM
speciﬁcation in the following two subsections.
2.1 ASM Speciﬁcationsfor a static part of a UML
Model
Our ASM speciﬁcation for the UML meta-model consists of
three parts: class diagram, OCL and the semantics. We have a set
of rules which maps the structures in class diagrams and OCL into
a set of ASM speciﬁcations. Because the semantics part of UML
is written in English, we translate it into the corresponding ASM
speciﬁcations. Now the tool is supporting the core package and
state machine part in the UML document [16].
As an example, we illustrate how to check whether a state (a
speciﬁc domain) is a valid instance of a UML model (a language
describing a domain.). Similarly, a syntactically valid UML model
can be checked in the same way in our tool because a UML model
is an instance of the UML meta-model. Because object diagrams
are an important way to represent user objects, we give our ASM
speciﬁcation for object diagrams besides class diagrams and OCL
in the tool. Due to space restriction, readers are referred to [2]
for more details about the XASM speciﬁcations. In general we
deﬁne some functions in our ASM speciﬁcation for class diagrams
and set values for these functions when ASM speciﬁcations for an
object diagram are given. We will illustrate how to give ASM
speciﬁcations for a static aspect of a UML model by using the
diagrams shown inFigure1 so asto givereaders a ﬂavorabout how
the tool works. In Figure 1(a) there are two classes and we deﬁne
a universe named Class Name which contains these two elements.
See Figure 2.
For any class, there are some attribute and method deﬁnitions.
For example in class
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￿. In the ASM speciﬁcation, we give a function
deﬁnition for each attribute deﬁnition. We omit the type deﬁni-
tions for attributes because types can be decided at running time
in the current XASM compiler version. A parameter in the at-
tribute function deﬁnition denotes an object possibly derived from
the associated class. Thus the ASM speciﬁcation for the attribute
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￿can be found in Figure 2.
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(a)      Class diagram (b)      Object diagram
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Figure 1. A class diagram and object diagram
for a model.
The other important relationship in a class diagram is an as-
sociation which provides a way for object navigations. There are
several ways to navigate from a speciﬁc object to the other ob-
jects through an association in a class diagram in UML. We use
relations (boolean functions) in XASM to represent all kinds of
the navigations. The parameters in the relation represent the ob-
jects derived from the associated classes. In Figure 2 we deﬁne
relations for all possibilities for navigations appearing in a class
diagram. Besides the association, we can deﬁne ASM function to
represent the generalization and dependency relationship in a class
diagram.
After giving a static aspect of a model, software developers can
give an object diagram as state (an instance) of the model. In order
to set up the relation between a class and its instantiated objects in
the state, we use a list structure in XASM. In Figure 2, we give
the XASM speciﬁcations for the object diagram in Figure 1 (b).
In this part, we ﬁrst give a universe deﬁnition for all objects and
deﬁne functions setting up the relation between a class and its cor-
responding objects. Then we set the relation for those associations
deﬁned in the class diagram.
Another important part of static validation is the Object Con-
straint Language. We deﬁne ASM speciﬁcations in a library for
all the operations in OCL. This library is very important and it is
used not only when an OCL expression is called but also when
some structures in a class diagram are met. For example, we can
call the library when we check the multiplicity for an association.
However due to space restriction, we skip the details, which can
be found in [15].
2.2 ASM Speciﬁcations for a dynamic part of a
UML Model
A dynamic part of a UML model is usually represented by dy-
namic diagrams in UML such as state chart diagrams and activ-
ity diagrams. In the current version of the toolset, we consider
state chart diagrams as a dynamic aspect of a UML model. The
ASM speciﬁcation for a state chart diagram consists of two differ-
ent parts. One is used to represent a state and the other to represent
universe Class Name =
￿Control, Light
￿
function Name( );
relations control light( , ), control( , ), light( , )
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universe Object Name =
￿CC, east, south
￿
function control obj list
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￿ List
function light obj list
￿
￿ List
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control obj list := cons(CC,nil)
light obj list := cons(east,cons(south,nil))
￿
￿
￿
￿
￿
￿
￿
￿
￿
￿
￿
controlling(CC, east) := true
controlling(CC, south) := true
light(CC, east) := true
light(CC, south) := true
Figure 2. The part of the XASM speciﬁcation
for an object diagram in Figure 1(b).
a transition. Due to space restriction, we skip the details which can
be found in [15].
3 Validation of a UML Model
Based on the schema for generating ASM speciﬁcations for a
UML model, we build a toolset helping software developers ﬁnd
errors during their early stages of software development. We will
give a structure of the toolset and then introduce the functions for
this toolset in the following.
3.1 An Architecture of the Toolset
To help software developers ﬁnd problems early, our toolset
provides the following features: syntax check, state check and
dynamic behavior validation. Figure 3 gives an architecture
for the toolset. For static validation, the modules syntax
check and state check are used and they call the module
ASM spec for static diagrams and ASM spec for
constraintswhich are based on the executable ASM compiler
XASM. The module ASM Spec for dynamic diagrams
is used to check a dynamic property of a model by calling the
ASM model checker.
The module ASM spec for OCL operationsis used to
provide ASM speciﬁcations for all OCL operations. Because ei-
ther the well-formedness rules or the constraints in a model are
written in OCL, this module is used as a standard XASM speciﬁ-
cation library for the OCL operations. This module is called when
the module syntax check or state check is used in the
toolset.
The module ASM spec for static diagrams pro-
vides the ASM speciﬁcation for the static diagrams for UML. In
the current version of the toolset, only ASM speciﬁcations for
class diagrams and object diagrams are provided. When either
3dynamic validation
syntax check
static validation ASM Spec
for static diagrams
ASM Spec
for dynamic
diagrams
ASM
Compiler
(XASM)
ASM
Model
Check
state check
for OCL
ASM Spec
ASM Spec
for OCL Operations
Figure 3. The Architecture of the toolset.
syntax check or state check is used, the toolset calls the ASM com-
piler XASM to execute the ASM speciﬁcations generated by this
module and the module ASM spec for OCL operations.
The module ASM Spec for constraints is used to
provide the ASM speciﬁcation for constraints in a model. Because
the constraints written in OCL are included in the static diagram
of a model, the module ASM spec for static diagram
takes all constraints from the model and stores them into a data
structure where the module ASM spec for OCL can retrieve
these constraints and check their syntax. If there is no syntax er-
ror, the module translates the constraints into the ASM speciﬁca-
tion. When doing a state check, the toolset calls the ASM compiler
XASM to run the ASM speciﬁcations generated by the above three
modules.
The module ASM for dynamic diagrams concentrates
on the state chart diagram in UML. This module gives the ASM
speciﬁcation for the state chart diagram and then calls the module
ASM model checker to verify some properties such as live-
ness and safety. The module returns some information about the
result especially when some errors are found. Software developers
can redesign their model according to the result.
3.2 Validation of a static part of a model
When software developers develop a software system, they ﬁrst
design a model for the problem by employing UML diagrams. In
order to make sure that the model is a syntactically correct model,
OMG uses class diagrams combined with well-formedness rules
written in OCL to give the meta-model for the UML. Therefore
the static validation includes two steps. The ﬁrst step is a syntax
check, i.e., comparison of the model a software developer has de-
signed with class diagrams in the meta-model for UML. Then the
toolset will determine whether the model satisﬁes all the relevant
well-formedness rules. If some errors are found during the above
two steps, they will be returned to the developer.
Figure 4 is a contrived example represented by a state chart
diagram and this diagram is edited by Rational Rose. In this dia-
gram there are two outgoing transitions from a history state. But
Figure 4. An example for static checking for a
model.
according to the well-formed rules given for the state machine part
in [16], History vertices can have at most one outgoing transition
and the diagram in Figure 4 violates this rule.
Another important aspect for a UML static validation is to
check whether some state, represented by an object diagram, is
included in a UML model or not. The idea behind this kind of val-
idation is that after a developer designs a static model for a soft-
ware system, (s)he has some states in his(her) mind related to this
model. Sometimes these states must be included in the model, this
toolset can be used to ﬁnd this kind of inclusion. If these states are
excluded, the developer must redesign the model to contain these
important states. Similarly this toolset can be used to check the
exclusion of some erroneous states in a UML model.
3.3 Validation of the dynamic part of a model
When a developer develops a software system, (s)he usually
considers not only the static part of a model but the dynamic part
as well. State chart diagrams in UML are used to represent the
dynamic behavior of a class. In order to support to ﬁnd errors in
the dynamic aspect of a UML model, this toolset can be used to
validate some properties based on the ASM model checker.
According to the above schema, this toolset can accept a state
chart diagram and then automatically generates ASM speciﬁca-
tions. These ASM speciﬁcations can be sent to the ASM model
checker, which is based on SMV model checker. Therefore some
properties such as safety property can be directly validated.
Here we present a trafﬁc control problem [12] as an example
to show how the toolset works for the dynamic validation for a
model. Before diving into the example, let us brieﬂy take a look at
the problem description.
There is a controller that operates the trafﬁc lights at an inter-
section where a two-way street running north and south intersects
a one-way streetrunning east. The control includes three monitors,
sensors and sets of the trafﬁc lights (red and green). Each monitor,
4sensor and set of trafﬁc lights take responsibility for one direction.
When a monitor detects incoming trafﬁc, it sends a message to the
sensor, which sends a request to the controller. According to the
requests from different directions, the controller will send a signal
to the corresponding trafﬁc light (either red or green) so as to avoid
collisions and make sure no trafﬁc waits at a red light forever.
The controller has three trafﬁc sensor inputs: N Sense, S Sense
and E Sense, indicating incoming trafﬁc in the north, south and
east direction respectively. These sensor inputs are triggered by
the hardware, monitoring the three different directions. These
east, north and south direction’s monitors are called E Monitor,
N Monitor and S Monitor respectively. We treat these monitors as
events in the UML state chart diagram. The three internal regis-
ters N Sense, S Sense and E Sense are set when the correspond-
ing monitor detects incoming trafﬁc. The outputs N Go, S Go
and E Go are used to indicate that a green light should be given
to trafﬁc in each of the three directions. In addition, the register
NS Lock is set when trafﬁc is enabled in the north or south di-
rections, and prevents east-going trafﬁc from being enabled. The
three bits N Req, S Req, E Req are used to latch the trafﬁc sensor
inputs. All these inputs, output and internal registers are treated as
Boolean variables in the UML model.
In Figure 5, we give a state chart for the controller. There are
ﬁve states in this model. They represent no-trafﬁc, south-bound
trafﬁc, north-bound trafﬁc and east-bound trafﬁc. In order to make
the diagram clear, we use C1,
￿
￿
￿, C13 to denote all the transitions
in Figure 5. Due to space, we just explain transitions for the state
associated with the no-trafﬁc. In the current version of the toolset,
we borrow the notation from SMV to represent the transitions and
properties. The transition C3 is used to show the transition from
No-trafﬁc to North-bound. The idea is that if there is a north-
bound request but no south-bound and east-bound trafﬁc request
and no trafﬁc for north-bound, then we set the variable for the
north-bound trafﬁc and the register for the north-south bound traf-
ﬁc. This can be deﬁned as follows: [N R e q&˜NG o&˜EReq
&˜SReq]/N Go:=1;NS Lock:=1. Similarly we can give the tran-
sition C5 provided that north-bound and south-bound variable are
switched according to the transition C3.
The “liveness” property for this example, which says that if the
trafﬁc sensor is on for a given direction, then the corresponding
light is eventually on; thus, no trafﬁc waits forever at a red light.
Here we are interested in north-bound liveness, shown as follows:
N Live: assert G (N Moniter
￿
￿ FN Go)
A careful reader can ﬁnd the north-bound liveness is violated
according to the transition C3 and C5 because that model does not
consider the case when the south and north-bound trafﬁc requests
are set to true at the same time. When we use the ASM model
checker to verify the above safety property, we have a counterex-
ample shown in Figure 6. Because the ASM model checker is built
on the SMV model checker, the result returned to a developer is
the same as the one given by the SMV model checker. In the bot-
tom of Figure 6, the left column represents the variables deﬁned in
our UML model together with state. The ﬁrst line gives a possible
sequence number. A value for a variable at a given number in a se-
quence is given in the box decided by the corresponding line and
column. In this example
￿:2:
￿ represents the sequence number 2
Figure5.Astatechartforthetrafﬁclightprob-
lem.
will repeat forever, i.e., all variables’ values will not change when
both south-bound and north-bound requests are set to true.
In order to correct this problem, we can add a new variable
flag to deal with the both south and north-bound requests. The
idea is that we give a priority for one direction request by checking
the value of flag. When both south- and north- bound requests
occur, one direction trafﬁc can go through and we ﬂip the value
of flag so that the opposite direction trafﬁc can pass when both
north and south-bound requests will be set in the next time. Simi-
larly we redeﬁne the transition C5. Then we can verify the liveness
property without any error.
4 Conclusion
In this paper, we presented a toolset based on Abstract State
Machines. The ideas behind this toolset are different than those
behind other research validation tools. One difference is that this
toolset uses the semantic model to do the validations. Thus any er-
ror found in the validation model is also an error according to the
semantic model. On the other hand, with UML becoming more
dominant in software development, designing just a static or dy-
namic aspect of a model is becoming obsolete. Therefore, we have
built a toolset which can validate both aspects of a model. This
helps software developers ﬁnd errors in their model design as soon
as possible. Last, almost all of the UML CASE tools have unique
internal representations. The OMG presented XMI, trying to spec-
ify an open information interchange model that is intended to give
developers working with different UML CASE tools a means to
exchange models in a standardized way. Based on this considera-
tion, we adopt the XMI format in thistoolset so that thistoolset can
be used with any other UML commercial CASE tools. The ideas
presented in this paper have been implemented in the toolset.
When we were writing this paper, we were told of another
project, called Alcoa [8], which shares many similaritieswithours.
Alcoa uses a new speciﬁcation language Alloy [9], based on Z, and
5Figure 6. A counter example returned by the
toolset for the trafﬁc light problem.
it, like UML, can be used to give a model for early software devel-
opment. Receiving a model given by Alloy, Alcoa can provide two
kinds of analysis by translating the model into a boolean formula
which is handed to a SATsolver. After running the SATsolver, Al-
coa can check whether constraints associated with the Alloy model
is either too weak or too strong. These kinds of checking are sim-
ilar to our static validation in the toolset. We can ﬁnd these kinds
of errors by running OCL constraints based on ASM speciﬁcation.
But our validation tool can verify some dynamic properties asso-
ciated with a class in addition to static validation.
In fact, we think ASMs can become a good candidate for
a speciﬁcation language for software development because they
have many features Alloy has. However, UML has become so
widely accepted and it is unlikely that any new notation will re-
place it soon. Accordingly we are building a validation tool for
UML based on ASMs.
Much future work is anticipated for this toolset. First this
toolset is far from maturity. In this paper, we just show that
Abstract State Machines can be used in building such a toolset.
We need more real applications to test the toolset. As for the
toolset itself, we still have a lot of work to do. To support the
validation of user objects level, we give our ASM speciﬁcation
for object diagrams in the current version of the tool. But we
will consider the ASM speciﬁcation for other diagrams in UML
related to objects such as the interaction diagrams in our tool.
By checking the inconsistency in these diagrams, we hope that
the tool can help a developer ﬁnd more errors during the design
phase. In addition, we will build a common interface for the static
and dynamic validation tools.
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