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Seznam uporabljenih kratic 
ADC  Analog to Digital Converter (analogno digitalni pretvornik) 
CLI  Command Line Interface (zagonski način v ukazni vrstici) 
CMMR  Common Mode Rejection Ratio (faktor slabljenja sofaznega signala ali 
rejekcijski faktor, ki je definiran kot razmerje med protifaznim in sofaznim ojačenjem)  
CPU  Central Processing Unit (centralno procesna enota - CPE) 
DAC  Digital to Analog Converter (digitalno analogni pretvornik) 
DDR  Double Data Rated (dvojno vzorčenje podatkov) 
DMA   Direct Memory Access (neposredni dostop do pomnilnika, brez CPE) 
DVI   Digital Visual Interface (digitalni video vmesnik) 
GND  Ground (ozemljitev ali masa, lahko tudi logična nič) 
GPIO  General Purpose Input Output (splošno namenski vhodi/izhodi) 
GPU  Graphics Processing Unit (grafično procesna enota) 
GUI  Graphical User Interface (grafični uporabniški vmesnik) 
HAT   Hardware Attached on Top (vezje zgoraj za priključitev na obstoječo napravo) 
ILDA  International Laser Display Association (mednarodna organizacija za lasersko 
projekcijo) 
LPDDR  Low Power DRR (varčni DDR) 
LSB  Least Significant Bit (najmanj utežni bit) 
MISO  Master In, Slave Out (vhod za nadrejeno in izhod za podrejeno napravo) 
MOSI  Master Out, Slave In (izhod za nadrejeno in vhod za podrejeno napravo) 
MSB  Most Significant Bit (najbolj utežni bit) 
NOOBS New Out Of the Box (uporabniški vmesnik za namestitev OS-a na RPi) 
OS  Operating System (operacijski sistem) 
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PD  Proportional and Derivate (proporcionalno diferencirni) 
PCB  Printed Circuit Board (ploščica tiskanega vezja oz. tiskanina) 
PWM  Pulse Width Modulation (pulzno širinska modulacija) 
RAM   Random Access Memory (spomin z naključnim dostopom) 
RGB  Red, Green and Blue (osnovne barve modela rdeča, zelena in modra) 
RPi  Raspberry Pi (računalnik velikosti kreditne kartice na eni ploščici) 
RRIO  Rail to Rail Input/Output (vrsta operacijskega ojačevalnika, ki lahko na vhodih 
sprejme in na izhodih proizvede napetosti, ki so manjše ali enake njegovi napajalni napetosti) 
SCLK (SCL) Serial Clock (takt ure, ki jo navadno generira nadrejena naprava) 
CE (CS) (SS) Chip Enable (Chip Select) (Slave Select) (izbira podrejene naprave) 
SD  Secure Digital (standard za spominske kartice) 
SDA  Serial Data Line (serijska podatkovna linija) 
SMD  Surface Mount Device (naprava za površinsko nameščanje) 
SMT  Sufrace Mount Technology (tehnologija za površinsko nameščanje naprav) 
SoC  System on Chip ( sistem oz. vse komponente v enem integriranem vezju) 
SPI  Serial Peripheral Interface ( serijsko podatkovno vodilo) 
SSH  Secure Shell (dostop do ukazne lupine) 
TC  True Color (24 bitna barvna globina) 







Namen diplomske naloge je bila izdelava cenovno čim ugodnejše samostojne naprave za 
nadzor laserskega projektorja, ki ga lahko priključimo na omrežje z možnostjo oddaljenega 
dostopa. 
Krmilnik laserskega skenerja smo izdelali na osnovi najsodobnejše verzije Raspberry Pi 3 Model 
B+, za katerega smo izdelali razširitveno prototipno vezje, ki se priključi neposredno na 
Raspberry Pi preko splošno namenskega vhodno - izhodnega priključka. 
Za izvedbo smo uporabili dva ločena DA pretvornika, priključena preko serijskega SPI 
vmesnika. 
Tiskano vezje smo načrtovali s programskim paketom Altium Designer in na koncu delovanje 
krmilnika predstavili še v grafični obliki s pomočjo logičnega analizatorja. 
 
 










The purpose of the thesis was to create an inexpensive and independent device to monitor 
and control the laser projector that can be connected to the LAN network with the possibility 
of remote access. 
Laser scanner controller is based on the latest version of Raspberry Pi 3 Model B+, for which 
we designed a prototype expansion board, which is connected directly to the Raspberry Pi via 
general purpose input - output pins. 
In the implemented circuit, we used two separate DA converters, connected via SPI interface. 
Printed circuit board was designed with software package Altium Designer. The operation of 
the controller is presented with logic analyzer in graphical form. 
 
 







1.1 Laserski skenerji 
 
Z laserskimi žarki oz. laserji se danes srečujemo že skoraj na vsakem koraku. Vsak dan jih 
namreč uporabljamo v laserskih tiskalnikih, v čitalcih črtne kode (npr. na blagajni v trgovini), v 
policiji za merjenje hitrosti vozil v prometu, v gradbeništvu in geodeziji (za lasersko merjenje 
razdalj in 3D lasersko snemanje stavb ali terena), v medicini (npr. za lasersko korekcijo vida in 
pri drugih kirurških posegih), v konfokalni oz. sožariščni mikroskopiji ter tudi pri, v zadnjem 
času precej uporabljanih, 3D-tiskalnikih. 
V diplomski nalogi se bom omejil predvsem na laserje za svetlobne efekte. 
V sodobnem inženirstvu uporabljamo izraz lasersko skeniranje za dva precej povezana, a 
različna pomena.  
Prvi, precej bolj splošen pomen je nadzor odklona vidnega ali nevidnega laserskega žarka.  
Drugi, bolj specifičen pomen besede pa je nadzor odklona laserskega žarka z merjenjem 
razdalje na vsaki točki, v katero je laserski žarek usmerjen [1]. 
Poznamo tri vrste optičnih skenerjev. 
Optični skenerji se uporabljajo za usmerjanje, pozicioniranje (lociranje) ali skeniranje 
laserskega žarka nad želenim območjem. Razširjeni so na področju industrijske, medicinske 
ter svetlobne laserske industrije za zabavo in prosti čas. 
Svetlobnih žarkov ni mogoče tako preprosto usmerjati, kot se lahko usmeri žarek elektronov. 
Na svetlobni žarek lahko vplivamo samo z difrakcijo, refrakcijo (lom svetlobe) ali refleksijo.  
V širšem smislu bi lahko optične skenerje razvrstili v eno izmed treh vrst. 
 akusto-optični skenerji, ki vplivajo na žarek s pomočjo difrakcije, 
 elektro-optični skenerji, ki vplivajo na žarek s pomočjo refrakcije, 
 mehanski skenerji (ki vključujejo resonančne, poligonske in galvanometrske skenerje), 
ki vplivajo na žarek s pomočjo odboja. 
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Akusto-optični in elektro-optični skenerji ponujajo možnost odklona žarka v poljubnih smereh, 
in to razmeroma hitro - s hitrostjo skeniranja do približno 100 kHz. Vendar pa je kot, ki ga 
akusto-optični in elektro-optični skenerji omogočajo, omejen le na nekaj stopinj ali še manj. 
Prav tako teh skenerjev ne moremo uporabljati z več kot eno valovno dolžino naenkrat. 
Optična prepustnost akusto-optičnih skenerjev je prav tako omejena na 80% ali še manj na 
posamezno os. 
Mehanski skenerji delujejo tako, da vrtijo ogledalo, ki je prevlečeno tako, da lahko odseva širok 
spekter valovnih dolžin z zelo visoko odbojnostjo, kar omogoča visoko optično prepustnost. 
Resonančni in poligonalni skener omogočata skeniranje žarka pod zelo širokim kotom, sta pa 
omejena na skeniranje vedno istega vzorca. Za nekatere aplikacije, kot je na primer tiskanje, 
je to celo zelo zaželeno; za aplikacije, ki zahtevajo skeniranje brez ponavljajočih se vzorcev ali 
odklon žarka na naključne pozicije, pa je galvanometrski skener edina primerna izbira. 
Galvanometrski skenerji - ali na kratko galvanometri - imajo zrcalo pritrjeno na os rotorja. 
Rotor galvanometra se lahko vrti samo do določenega kota, običajno do okrog +/-20 stopinj. 
Vgrajen imajo lahko tudi zelo natančen detektor pozicije, ki pošilja povratne informacije 
ločenemu krmilnemu vezju s ponovljivostjo do 5 mikroradianov, kar pomeni 5 milimetrov na 
razdalji enega kilometra. 
Galvanometri (in praktično vsi mehanski skenerji) izkoriščajo prednost odboja žarka od 
vrtečega se zrcala, tako da je dosegljiv kot skeniranja v optičnih stopinjah dvakratnik 
dejanskega kota zasuka rotorja. Galvanometri lahko odklanjajo žarke pod kotom 80 stopinj ali 
celo več. Galvanometre lahko razmeroma preprosto prilagodimo za skeniranje v dveh 
dimenzijah.  
Slaba stran galvanometrov je relativno nizka hitrost. Omejeni so na frekvence med nekaj sto 
hertzi in nekaj kilohertzi, delno zaradi omejenega navora rotorja, delno zaradi premagovanja 
vztrajnostnega momenta zrcala. Poleg tega imajo največji vpliv na samo hitrost skeniranja še 
resonance v sistemu, ki lahko povzročijo popačeno sliko veliko prej, preden bi lahko 
galvanometru zmanjkalo navora rotorja, da bi lahko dosegel še večjo hitrost skeniranja. 
Da bi lahko razumeli delovanje svetlobnega laserskega projektorja, moramo najprej razložiti, 
kaj je galvanometer. Galvanometer je eden izmed elektromehanskih instrumentov za 
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merjenje majhnih tokov. Deluje enako kot aktuator, kjer se rotor odklanja v odvisnosti od 
vrednosti toka skozi tuljavo, medtem ko se nahaja v konstantnem magnetnem polju. 
Aktuator je stroj, ki običajno spreminja električno energijo oz. električni tok v gibanje. 
Laserski projektor je poleg laserskih diod različnih valovnih dolžin in moči, večinoma sestavljen 
iz dveh galvanometrov - imenujemo ju tudi optična skenerja, ki imata vsak izmed njiju, na 
koncu rotacijske osi nameščeno po eno zrcalo. Galvanometra sta najpogosteje vpeta z osema 
pravokotno drug proti drugemu, z majhnim zamikom, kot to prikazuje spodnja slika. 
Slika 1: Klasična, pravokotna X-Y postavitev galvanometrov [2] 
Laserski projektor deluje tako, da združimo žarke posameznih laserskih diod različnih valovnih 
dolžin (z dikroičnimi filtri), od katerih je odvisna končna barva laserskega žarka (osnovne barve 
so običajno rdeča, zelena in modra, lahko pa uporabimo tudi dodatne laserske diode drugih 
valovnih dolžin, da še povečamo spekter barv, ki jih lahko z mešanjem dosežemo), nato pa se 
svetlobni žarek najprej odbije od zrcala prvega galvanometra za odklon v vodoravni osi ter 
takoj zatem od zrcala drugega galvanometra, ki odklanja ta svetlobni žarek v navpični smeri, 
iz kombinacije obeh pa na izhodu nastane projekcijska slika v dveh dimenzijah. 




Laserski skener deluje v odprti povratni zanki, če ne uporabljamo naprave za zaznavanje 
pozicije osi, ter v zaprti povratni zanki, če napravo za zaznavanje pozicije osi uporabljamo. 
Gibanje rotorja pri laserskem skenerju brez zaprte povratne zanke je sicer razmeroma dobro 
predvidljivo, vendar nikoli ne vemo, kje se zrcalo resnično nahaja. 
Laserski skenerji z odprto zanko se večinoma uporabljajo le kot aktuatorji za preusmerjanje 
žarka, ali kot zaklop (angl. shutter), ki deluje kot fizična ovira, ki onemogoča izhod žarka iz 
laserskega projektorja, tako da ga v veliki večini primerov popolnoma zastre.  
Aktuator, namenjen zaklopu je največkrat rešen s pomočjo vzmeti ali pa kar s pomočjo sile 
teže oz. gravitacijske sile predvsem zaradi varnosti, saj se ob izpadu električnega toka ali ob 
okvari ta fizična ovira samodejno vrne nazaj v svojo prvotno lego in onemogoča kakršnokoli 
neželeno oz. nenadzorovano uhajanje žarka iz naprave (varnostni vidik). 
Aktuatorje so včasih (ko še ni bilo laserskih diod) uporabljali tudi za mešanje osnovnih barv 
(rdeča, zelena, modra), tako da so bili trije aktuatorji opremljeni z lahko ročico, na kateri je bil 
na koncu pritrjen dikroični filter, ki je odbil le določen barvni spekter, medtem ko je ostalo 
prepuščal. Danes se za laserske projektorje uporabljajo skoraj izključno laserske diode, katere 
lahko krmilimo direktno, in tako mešamo barve mnogo enostavneje in bolje.  
Za razliko od sistema z dikroičnimi filtri (kjer smo lahko vsako od osnovnih barv le omogočili 
ali pa onemogočili, in s tem dobili le 7 različnih barv), lahko danes laserske diode krmilimo 
direktno analogno (zvezno), in tako proizvedemo na milijone, oz. milijarde različnih barv 
(odvisno od ločljivosti analognih izhodov krmilnika). 
Če laserske diode na RGB laserskem projektorju krmilimo z 8 bitnimi DA pretvorniki, lahko 
ustvarimo 2(8X3), torej več kot 16 milijonov, različnih barvnih odtenkov (ravno tako kot pri 
običajnih TC računalniških monitorjih). Če pa uporabimo 12 bitne DA pretvornike, pa je teh 
odtenkov že več kot 68 milijard, vsekakor več, kot jih človeško oko lahko razloči. 
Za krmiljenje galvanometrov, ki laserski žarek odklanjajo, pa potrebujemo krmiljenje z zaprto 
povratno zanko, saj je za skeniranje grafičnih animacij in podobnih svetlobnih efektov 
potrebna zelo natančna kontrola pozicij zrcal. 
Galvanometrski skenerji z zaprto povratno zanko imajo dodaten element, in sicer napravo za 
zaznavanje pozicije (odklona) rotorja, ki nam omogoča bolj precizno krmiljenje. 
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V novejših galvanometrskih skenerjih je takšna naprava za zaznavanje pozicije rotorja optična. 
S pomočjo svetlobe iz LED diode, ki pada na optične senzorje prek zaslonke, pritrjene na rotor, 
med gibanjem rotorja na optičnih senzorjih generira signal, ki je sorazmeren z lego rotorja, na 
katerega je zrcalo pritrjeno. 
Krmilniki za galvanometrske skenerje z zaprto povratno zanko pa so precej bolj zapleteni kot 
tisti za galvanometrske skenerje z odprto povratno zanko, saj potrebujejo vezje za zaznavanje 




2 Raspberry Pi 
 
Raspberry Pi je mini računalnik, saj je njegova velikost le nekaj več od velikosti kreditne kartice 
(85 x 56 mm), ki pa se lahko po zmogljivosti primerja s precej dražjimi osebnimi ter prenosnimi 
računalniki. Zasnovan je bil kot platforma za izobraževalne namene z namenom spodbujanja 
zanimanja za učenje osnovnih računalniških znanj v šolah. Da je pri uporabnikih zelo dobro 
sprejet, govori tudi dejstvo, da je bila prva proizvodnja serija že ob napovedi razprodana v 
pičlih nekaj minutah, kljub temu da so proizvedli kar nekaj sto tisoč kosov. Za razliko od drugih 
elektronskih naprav je primarno Raspberry Pi brez ohišja in se prodaja kot majhna ploščica v 
velikosti kreditne kartice z vezjem, na katero so nameščene zgolj nujne komponente, ki so 
potrebne za osnovno delovanje računalnika [3]. 
Prednost takšnega računalnika ni samo v majhnosti, zmogljivosti in nizki porabi ter veliki 
razširjenosti med uporabniki, ampak predvsem v cenovno zelo ugodni in odprti platformi, ki 
temelji na odprtokodnem OS Linux. 
Trenutno najnovejši (izšel je 29. Februarja 2016) je tudi najzmogljivejši Raspberry Pi tretje 
generacije z oznako Raspberry Pi 3 Model B+, ki je prav tako združljiv z vsemi predhodnimi 
različicami. 
 
Glavne tehnične specifikacije računalnika Raspberry Pi 3 Model B+ so naslednje. 
 
 Broadcom BCM 2837 SoC 1,2 Ghz 64/32-bitni ARMv8 Cortex A53 štirijedrni procesor, 
 GPU dvojedrni grafični procesor Broadcom VideoCore IV (3D del deluje s taktom 300 




Slika 2: ARM Cortex A53 s 64 bitno podporo, poganja lahko tudi 32 bitne programe [4] 
 
 1 GB delovnega LPDDR2 pomnilnika na frekvenci 900 MHz, 
 2 x USB 2.0 priključka ter 10/100 Ethernet RJ45 priključek; oboje pa temelji na SMSC 
LAN9514 čipu, ki povezuje SoC z enim USB kanalom, zato se obnaša kot USB razdelilnik 
in USB mrežni vmesnik, 
 40 vhodno-izhodnih priključkov za splošno rabo, 
 izhodni HDMI (angl. High Definition Multimedia Interface) priključek, 
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 3,5 mm avdio in kompozitni RCA video izhodni priključek, 
 priključek za kamero (CSI -2 – Camera Serial Interface), 
 priključek za zaslon (DSI – Display Serial Interface), 
 reža za pomnilniško kartico MicroSDHC na spodnji strani ploščice, 
 vgrajen brezžični 2,4 GHz Wi-Fi 802.11n ter Bluetooth 4.1 klasičen in LE (Low Energy) 
(24 Mbit/s); oboje skupaj na čipu BCM43438 na spodnji strani ploščice, medtem ko je 
2,4 GHz WiFi antena v SMD ohišju nameščena na zgornji strani plošče. 
Slika 3: Zgradba Raspberry Pi 3 Model B+ [5] 
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2.1 Delo z računalnikom Raspberry Pi 3 
 
Poleg samega računalnika Raspberry Pi 3 potrebujemo še pomnilniško kartico v velikosti vsaj 
8 GB (hitrostni razred pa vsaj 6), kamor namestimo OS, tipkovnico in miško, LCD zaslon lahko 
tudi TV sprejemnik in ustrezen napajalnik, ki mora biti dovolj zmogljiv glede na model oz. 
verzijo računalnika Raspberry Pi. 
Poleg naštetega je dobro imeti tudi brezžični usmerjevalnik za dostop v svetovni splet, tako 
lahko dobimo vse zadnje verzije posodobitev in nadgradenj. 
Za Raspberry Pi 3 je na voljo več OS-ov. Najpogostejši so naslednji. 
 
 Raspbian je uradno podprt OS, na voljo je brezplačni prenos z uradne spletne strani 
Raspberry Pi. Nameščene dobimo že vse osnovne programe, kot so Python, Scratch, 
Sonic Pi, LibreOffice, Wolfram Mathematica, Java itd. 
 Seveda je na voljo ogromno ostalih Linux distribucij, kot so npr. Arch Linux ARM, Fedora 
ARM Remix, LibreELEC, OpenELEC, OSMC, Risc OS, Ubuntu MATE, Weather Station. 
 Ubuntu Mate in Snapy Ubuntu Core sta Linux distribuciji, ki temeljita na Ubuntu Linux 
OS, prilagojena pa sta posebej za Raspberry Pi 3. 
 LibreELEC, OpenELEC, OSMC so OS-i, ki lahko pretvorijo naš Raspberry Pi 3 v 
multimedijski predvajalnik. 
 Windows 10 IOT Core je verzija OS Windows, ki je večinoma primerna za razvijalce. 
 
Proizvajalec priporoča kot najbolj primeren OS za normalno rabo Raspbian, ki temelji na Linux 
distribuciji Debian in ustreza tudi večini uporabnikov. To je OS, ki sem ga sam uporabil na 




2.2 Linux OS – Raspbian 
 
Pred prvim zagonom je potrebno na pomnilniško kartico namestiti okolje NOOBS [6], ki med 
drugim že vključuje tudi OS Raspbian [7]. 
Poleg pomnilniške kartice z vsaj 8 GB kapacitete in razreda hitrosti pisanja najmanj 6 (mi smo 
izbrali 8 GB micro SDHC kartico proizvajalca SanDisk UHS-I hitrostnega razreda 10) 
potrebujemo za namestitev OS-a seveda še računalnik ter bralnik pomnilniških kartic. 
S spletnega naslova https://downloads.raspberrypi.org/NOOBS_latest smo najprej prenesli 
zadnjo verzijo NOOBS okolja, ki že vsebuje namestitvene datoteke vseh možnih OS-ov, ki jih 
sploh lahko poganjamo in so prav tako posebej prilagojeni za delovanje na Raspberry Pi strojni 
opremi. To smo storili tako, da smo vsebino arhivske zip datoteke prenesli na našo spominsko 
kartico micro SDHC, ki smo jo predhodno formatirali (datotečni sistem FAT32) z orodjem SD 
Formatter (SD Association) [8], za vsak primer, če je bila ta prej uporabljana pri drugih 
projektih. 
 
Miška in tipkovnica 
Raspberry Pi 3 ima štiri USB priključke, zato lahko brez težav nanje priključimo kar običajno 
USB miško in tipkovnico, brez bojazni, da nam bi slučajno zmanjkalo USB priključkov. 
 
Zaslon 
Kot zaslon je najbolje uporabiti kar običajen LCD monitor z ustreznim vhodnim HDMI 





Za napajanje sicer lahko uporabimo tudi dovolj zmogljiv hišni hitri polnilec za pametne 
telefone z microUSB vtičem, zagotavljati mora 5 V izhodno napetost in zmogljivost toka 
polnjenja 2 A ali več. Najbolj primeren pa je s proizvajalčeve strani priporočen napajalni 
adapter z napetostjo 5,2 V in tokom 2,5 A, saj lahko le tako zagotavlja zadostno zmogljivost. 
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Ob prvem zagonu se nam odpre konfiguracijsko okno (kasneje ga lahko prikličemo tudi z 
ukazom sudo raspi-config iz ukazne vrstice), kjer lahko nastavimo različne zagonske 
parametre, podobno kot nastavitve BIOS-a pri običajnem računalniku, ko jih enkrat nastavimo 
jih navadno ne spreminjamo več tako pogosto.  
Po namestitvi sta privzeto uporabniško ime "pi" in geslo "raspberry". Zaradi varnosti je 
priporočljivo, da geslo za dostop do Raspberry Pi-ja čim prej spremenimo. 
Nastaviti je potrebno tudi jezik uporabniškega vmesnika, regionalne nastavitve (časovni pas) 
in jezik tipkovnice, kar je izredno pomembno za nadaljno programiranje, saj lahko napačna 
postavitev tipk oz. jezik tipkovnice zelo oteži delo, ker so posebni znaki na drugih lokacijah.  
V teh nastavitvah najdemo tudi nastavitve za zagon, ki je lahko v uporabniškem načinu CLI ali 
GUI, če pa bi naknadno želeli preiti iz načina CLI v GUI, to preprosto storimo z ukazom startx 
in že se nam odpre GUI, kakršnega smo vajeni pri ostalih Linux distribucijah. 
Pri diplomskem delu smo večino časa uporabljali CLI, saj smo za delo z vhodno izhodnimi 
priključki potrebovali administratorske pravice, ki smo jih lahko vključili z ukazom sudo. 
Predvidevamo da se zaradi uporabe ukazne vrstice naš Raspberry Pi 3 ni dosti pregreval, saj 




GPIO priključki splošno namenski digitalni vhodi in izhodi 
Slika 4: 40 splošno namenskih digitalnih vhodov in izhodov [9]  
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Na spodnji sliki, kjer so prikazani splošno namenski vhodi in izhodi oz. GPIO na Raspberry Pi 3, 
lahko vidimo, da nam omogočajo priključitev dveh naprav preko SPI vmesnika (CE0 in CE1), 
kar je ravno dovolj za naše potrebe. 
 




3 SPI vodilo 
 
SPI - Serial Peripheral Interface (serijski periferni vmesnik) vodilo je razvilo podjetje Motorola 
in predstavlja sinhrono serijsko komunikacijo, ki poteka dvosmerno oz. v Full Duplex načinu z 
samo eno nadrejeno napravo. SPI protokol deluje v načinu nadrejena naprava oz. gospodar – 
podrejena naprava oz. suženj (master – slave) [10]. 
 
Gre za sinhroni serijski protokol s tremi povezavami in eno opcijsko CE ali CS, lahko pa tudi SS. 
Komunikacija določa, da je vedno samo ena naprava kot nadrejena naprava, ena ali več pa kot 
podrejene naprave. Prenos podatkov vedno začne nadrejena naprava, medtem ko ostale, ki 
so konfigurirane kot podrejene naprave, samo odgovarjajo na zahteve nadrejene naprave. 
 
Povezave med nadrejeno napravo in ostalimi podrejenimi napravami potekajo preko 
naslednjih povezav. 
MOSI (angl. Master Out, Slave In): izhod za nadrejeno napravo in vhod za podrejeno napravo, 
MISO (angl. Master In, Slave Out): vhod za nadrejeno napravo in izhod za podrejeno napravo, 
SCLK (angl. Serial Clock): izhod za nadrejeno napravo in vhod za eno ali več podrejenih naprav 
(takt ure), 























Slika 6: Blokovna shema SPI komunikacije med sabo ločenimi CE povezavami 
 
V tem primeru SPI komunikacije med nadrejeno in vsako posamezno podrejeno napravo ima 
vsaka podrejena naprava svojo neodvisno CE signalno linijo za njeno izbiro, ki pa jo mora 
nadrejena naprava postaviti v nizko stanje; s tem signalizira podrejeni napravi, da je izbrana. 
MOSI              SPI (DAC) 
MISO               Podrejena 
SCLK             naprava 1      
CE̅̅̅̅    
MOSI   SPI (DAC) 
MISO               Podrejena 
SCLK             naprava 2     
CE̅̅̅̅               
MOSI   SPI (DAC) 
MISO               Podrejena 
SCLK             naprava 3     
CE̅̅̅̅               
           MOSI 
SPI (RPi)               MISO 
Nadrejena             SCLK 
naprava  CE0̅̅ ̅̅ ̅ 
   CE1̅̅ ̅̅ ̅ 





Slika 7: Blokovna shema SPI komunikacije s skupno CE povezavo 
 
V tem primeru SPI komunikacije med nadrejeno in podrejenimi napravami so podrejene 
naprave povezane v verigo tako, da je izhod iz prve podrejene naprave povezan z vhodom 
druge podrejene naprave, izhod iz druge podrejene naprave je povezan z vhodom tretje 
podrejene naprave in tako naprej do konca, kolikor je skupno število podrejenih naprav. Na 
koncu povežemo še izhod iz zadnje podrejene naprave z vhodom nadrejene naprave in s tem 
zaključimo celotno verižno vezavo. 
Prednost te vezave je v tem, da potrebujemo samo eno CE signalno linijo za vse podrejene 
naprave, podobno kot če bi imeli vezano na nadrejeno napravo samo eno podrejeno napravo.  
Večinoma se takšna vezava uporablja za povečanje števila izhodov z vezavo več pomikalnih 
registrov,  npr. 74HC595, v kaskado, s katero lahko krmilimo veliko naprav oz. teoretično skoraj 
neomejeno število LED diod ali relejev z uporabo zgolj treh signalnih povezav na izhodu 
nadrejene naprave. 
 
MOSI   SPI (DAC) 
MISO             Podrejena 
SCLK                 naprava 1    
CE̅̅̅̅               
MOSI   SPI (DAC) 
MISO             Podrejena 
SCLK             naprava 2   
CE̅̅̅̅               
MOSI   SPI (DAC) 
MISO             Podrejena 
SCLK                naprava 3 
CE̅̅̅̅               
SPI (RPi)            MOSI 
Nadrejena            MISO 
naprava             SCLK 
   CE0̅̅ ̅̅ ̅ 





Imena vseh povezanih signalov med Raspberry Pi-jem in obema uporabljenima DA 
pretvornikoma oz. DAC-oma: 
 MOSI - izhod za Raspberry Pi in SDIN (angl. Serial Data In) - serijski podatkovni vhod za 
DA pretvornik, 
 MISO - vhod za Raspberry Pi in SDO (angl. Serial Data Out) - serijski podatkovni izhod 
za DA pretvornik, 
 SCLK - izhod za Raspberry Pi in SCLK (angl. Serial Clock) - vhodni signal takta ure za 
prenos podatkov na oba DA pretvornika, ki pa ga določa Raspberry Pi, 
 CE - izhod za Raspberry Pi in SYNC (angl. Synchronization) - vhod za preverjanje aktivno 





3.1 Polariteta in faza ure 
 
Poleg tega, da je nadrejena naprava odgovorna za frekvenco ure, mora prav tako konfigurirati 
tudi polariteto CPOL in fazo ure CPHA, to so štirje pari bitov oz. štirje različni načini prenosa.  
CPOL določa mirovno stanje takta ure, vrednost, ko SPI komunkiacija miruje. CPHA pa določa 
smer prehoda ure oz. fronto, ob kateri se morajo podatki spreminjati. 
Za konfiguracijo CPOL in CPHA imamo naslednje štiri možnosti. 
 CPOL=0 mirovno stanje ure je enako 0: 
o CPHA=0, podatki se spreminjajo ob pozitivnem robu takta ure oz. ob prehodu 
iz nizkega v visoko stanje, pošiljajo pa se ob negativnem robu takta ure oz. ob 
prehodu iz visokega v nizko stanje; 
o CPHA=1, podatki se spreminjajo ob negativnem robu takta ure oz. ob prehodu 
iz visokega v nizko stanje, pošiljajo pa se ob pozitivnem robu takta ure oz. ob 
prehodu iz nizkega v visoko stanje; 
 CPOL=1 mirovno stanje ure je enako 1: 
o CPHA=0, podatki se spreminjajo ob negativnem robu takta ure oz. ob prehodu 
iz visokega v nizko stanje, pošiljajo pa se ob pozitivnem robu takta ure oz. ob 
prehodu iz nizkega v visoko stanje; 
o CPHA=1, podatki se spreminjajo ob pozitivnem robu takta ure oz. ob prehodu 
iz nizkega v visoko stanje, pošiljajo pa se ob negativnem robu takta ure oz. ob 
prehodu iz visokega v nizko stanje. 
SPI komunikacija je namenjena predvsem za komunikacijo na tiskanem vezju med 
posameznimi čipi. 
 
Na Raspberry Pi-ju moramo najprej v nastavitvah vklučiti SPI protokol, ki ga najdemo pod 
Menu > Preferences > Raspberry Pi Configuration. To seveda lahko storimo tudi preko ukazne 
vrstice, in sicer tako, da vpišemo sudo raspi-config in nato izberemo Advanced Options 
– Napredne nastavitve, izberemo možnost SPI in potrdimo to možnost z Yes – Da, nato pri 
obvestilnem oknu, da bo nalaganje SPI-ja kot privzeto, izberemo še Ok, na koncu pa vse skupaj 
potrdimo še s klikom na ikono desno spodaj Finish – Konec; da pa te nastvitve uveljavimo, 
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moramo sistem znova zagnati, to pa lahko storimo tudi v ukazni vrstici z ukazom sudo 
reboot. 
 
Slika 8: Diagram serijske SPI komunikacije (pisanje) pri obeh DA pretvornikih 
 
V našem primeru je bilo potrebno nastaviti polariteto ure CPOL=0 ter polariteto faze CPHA=1, 
torej mora delovati v MODE 1. 
Preverjanje vmesnika SPI smo izvedli s pomočjo programa s povratno zanko, ki smo ga najprej 
prenesli s spleta ter prevedli z naslednjima ukaznima vrsticama na spodnji sliki. 
 









S tem smo preverili, ali prejmemo preko SPI protokola nazaj iste podatke, ki jih pred tem 
pošljemo na napravo spidev 0.0 in spidev 0.1, seveda pa s tem programom ne moremo testirati 
izhodnih signalov CE0 in CE1 (priključek 24 in 26) [11]. 
Najprej smo nameravali za SPI komunikacijo uporabiti običajen Linux gonilnik spi-bcm2708 oz. 
novejšega spi-bcm2835, vendar smo to zamisel opustili, saj so bile prekinitve dolge tudi do več 
deset mikrosekund. 
Namesto tega smo zato raje uporabili C knjižnico za Broadcom 2835 od Mike McCauley-a (v 
času pisanja diplomskega dela je to verzija 1.50), kjer lahko dostopamo do splošno namenskih 
vhodno izhodnih priključkov oz. registrov kar neposredno [12]. 
Prenesemo torej zadnjo verzijo knjižnice bcm2835-1.50.tar.gz in jo naložimo z naslednjimi 
ukaznimi vrsticami. 




sudo make check 




Izsek kode SPI komunikacije z uporabo knjižnice BCM2835: 
 
char shutter_open[] = {0x12,0xFF,0}; 
char shutter_close[] = {0x12,0,0}; 
char xdac_reset[] = {0x11,0x80,0}; 
char ydac_reset[] = {0x18,0x80,0}; 
char rdac_reset[] = {0x18,0,0}; 
char gdac_reset[] = {0x14,0,0}; 





int main(int argc, char **argv) { 
 
    DacPoint dacpoint = {{0x11,0x80,0},{0x18,0x80,0},{0x18,0,0},{0x14,0,0},{0x11,0,0}}; 
  
    init_rpidac();         // predpriprava 
 
    int counter = 300000;         // 10 sekund 
    while (counter-- > 0) { 
        rpidac_feed_dacs(dacpoint);      // počakamo na LDAC in zapišemo nove vrednosti v DA 
    
        // tukaj izračunamo koordinate in barvo naslednje točke 
    } 
    deinit_rpidac();        // zaključek 






int rpidac_feed_dacs(DacPoint point) { 
 
    while (bcm2835_gpio_eds(DAC_LDAC) == 0) {   
        bcm2835_delayMicroseconds(1);   // počakamo na proženje LDAC-a 
    } 
    bcm2835_gpio_set_eds(DAC_LDAC);  // resetiramo zastavico 
 
    bcm2835_spi_chipSelect(DAC_CS_XY);  // in zapišemo nove vrednosti v DAC-e 
    bcm2835_spi_writenb(point.x, 3); 
    bcm2835_spi_writenb(point.y, 3); 
    bcm2835_spi_chipSelect(DAC_CS_RGB); 
    bcm2835_spi_writenb(point.r, 3); 
    bcm2835_spi_writenb(point.g, 3); 









int init_rpidac(void) { 
 
    if (!bcm2835_init()) return 1; 
    if (!bcm2835_spi_begin()) return 1; 
 
    bcm2835_spi_begin(); 
    bcm2835_spi_setBitOrder(BCM2835_SPI_BIT_ORDER_MSBFIRST);      // SPI MSB first 
    bcm2835_spi_setDataMode(BCM2835_SPI_MODE1);                    // SPI SPI mode 1 
    bcm2835_spi_setClockDivider(BCM2835_SPI_CLOCK_DIVIDER_16);    // 25MHz clock 
 
    bcm2835_spi_setChipSelectPolarity(DAC_CS_XY, LOW);       // XY CS active low 
    bcm2835_spi_setChipSelectPolarity(DAC_CS_RGB, LOW);       // RGB CS active low 
 
    bcm2835_gpio_ren(DAC_LDAC); 
    bcm2835_gpio_set_eds(DAC_LDAC); 
 
    bcm2835_spi_chipSelect(DAC_CS_XY); 
    bcm2835_spi_writenb(xdac_reset, 3); 
    bcm2835_spi_writenb(ydac_reset, 3); 
    bcm2835_spi_chipSelect(DAC_CS_RGB); 
    bcm2835_spi_writenb(rdac_reset, 3); 
    bcm2835_spi_writenb(gdac_reset, 3); 
    bcm2835_spi_writenb(bdac_reset, 3); 
    bcm2835_spi_writenb(shutter_open, 3); 
 
    bcm2835_gpio_fsel(DAC_LDAC, BCM2835_GPIO_FSEL_ALT5);          // LDAC PWM0 
    bcm2835_pwm_set_clock(PWM_DIV);                                // 4,8 MHz 
    bcm2835_pwm_set_range(PWM0, PWM_RANGE);                        // 80 … 30kHz 
    bcm2835_pwm_set_data(PWM0, PWM_DUTY);                          // 1/80 … 416ns 
    bcm2835_pwm_set_mode(PWM0, PWM_MODE_MS, PWM_ON);              // Enable LDAC PWM 
 
    while (bcm2835_gpio_eds(DAC_LDAC) == 0) { 
      bcm2835_delayMicroseconds(1); 
    } 
    bcm2835_gpio_set_eds(DAC_LDAC); 
 





int deinit_rpidac(void) { 
    bcm2835_spi_chipSelect(DAC_CS_XY); 
    bcm2835_spi_writenb(xdac_reset, 3); 
    bcm2835_spi_writenb(ydac_reset, 3); 
    bcm2835_spi_chipSelect(DAC_CS_RGB); 
    bcm2835_spi_writenb(rdac_reset, 3); 
    bcm2835_spi_writenb(gdac_reset, 3); 
    bcm2835_spi_writenb(bdac_reset, 3); 
    bcm2835_spi_writenb(shutter_close, 3); 
 
    bcm2835_delayMicroseconds(100); 
 
    bcm2835_pwm_set_mode(PWM0, PWM_MODE_MS, PWM_OFF); 
    bcm2835_gpio_fsel(DAC_LDAC, BCM2835_GPIO_FSEL_INPT); 
 
    bcm2835_delay(10); 
 
    bcm2835_spi_end(); 
    bcm2835_close(); 
 






Gonilnik podpira naslednje hitrosti SPI vodila. 
Delilnik ure (CDIV) mora biti večkratnik števila 2, liha števila pa so zaokrožena navzdol. 
Cdiv (delilnik ure) Hitrost SPI na RPi2 Cdiv (delilnik ure) Hitrost SPI na RPi3 
2 125 MHz 2 200 MHz 
4 62,5 MHz 4 100 MHz 
8 31,25 MHz 8 50 MHz 
16 15,62 MHz 16 25 MHz 
32 7,81 MHz 32 12,5 MHz 
64 3,91 MHz 64 6,25 MHz 
128 1953,12 kHz 128 3,12 MHz 
256 976,56 kHz 256 1562,5 kHz 
512 488,28 kHz 512 781,25 kHz 
1024 244,14 kHz 1024 390,62 kHz 
2048 122,07 kHz 2048 195,31kHz 
4096 61,03 kHz 4096 97,66 kHz 
8192 30,52 kHz 8192 48,83 kHz 
16384 15,26 kHz 16384 24,41 kHz 
32768 7629,39 Hz 32768 12,21 kHz 
 





4 Združenje ILDA 
 
ILDA je neprofitna mednarodna organizacija, ki ureja določila za uporabo svetlobnih laserjev v 
umetnosti, zabavi in izobraževanju. 
Ta organizacija pa je razvila poseben standard (z istim imenom – ILDA) za slikovni format za 
prenos podatkov v vektorski obliki, ki je primeren za laserske projektorje za posebne učinke. 
Le ta združuje zaporedje položajev točk na osi X in Y osi ter barve posamezne točke. Animacija 
pa nato nastane iz preprostega zaporedja posameznih slik v datoteki formata ILDA. 
Obstajajo različne knjižnice, kot je na primer knjižnica ofxilda, ki že vključuje ILDA protokol, 
tako da ni potrebno veliko predhodnega znanja, je pa to seveda precej koristno pri 
odpravljanju napak. 
Strojno opremo, ki jo potrebujemo, sestavljata osebni računalnik za ustvarjanje vsebine in 
laserska oprema, združljiva z ILDA formatom, ki temelji na galvanometrih ter viru svetlobnega 
žarka, v zadnjem času večinoma iz svetlobnih laserskih diod v osnovnih treh barvah (rdeča, 
zelena in modra). 
ILDA vmesnik oz. ILDA krmilnik je majhna naprava med računalnikom in lasersko opremo, ki 
vsebuje DA pretvornike; ti pretvarjajo podatke iz digitalne slikovne oblike v ILDA datoteki s 
končnico *.ILD (kot jo ima računalnik shranjeno v pomnilniku) v analogen ILDA signal. 
Za priključitev laserske opreme na DA pretvornik uporabljamo povezovalni signalni vodnik, ki 
ima na obeh koncih priključek DB-25; povezan po priporočilih organizacije ILDA, ki je definirala 
standardni priključek za laserske projektorje, imenovan ILDA-DB25, ki je obvezen del laserskih 
projektorjev, ki so združljivi z ILDA standardom, imenovanim ISP (ILDA Standard Projector). 
Takšnemu signalnemu vodniku lahko (pogovorno) pravimo kar povezovalni "ILDA kabel".  
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Razlaga posameznih signalov za standardni ILDA-DB25 vmesnik je prikazana v spodnji tabeli. 
Številka priključka Ime signala Razpon napetosti Razlika napetosti 
1 X os (+) -10 V do +10 V +/- 10 V dif. nap. 
2 Y os (+) -10 V do +10 V +/- 10 V dif. nap. 
3 Intenzivnost (+) 0 V do +2,5 V 0 V do 5 V dif.nap. 
4 Intelock A povezan na priključek 17  
5 Rdeča (+) 0 V do +2,5 V 0 V do 5 V dif.nap. 
6 Zelena (+) 0 V do +2,5 V 0 V do 5 V dif.nap. 
7 Modra (+) 0 V do +2,5 V 0 V do 5 V dif.nap. 
8 Temno modra (+) 0 V do +2,5 V 0 V do 5 V dif.nap. 
9 Rumena (+) 0 V do +2,5 V 0 V do 5 V dif.nap. 
10 Svetlo modra (+) 0 V do +2,5 V 0 V do 5 V dif.nap. 
11 Z os (+) -10 V do +10 V +/- 10 V dif. nap. 
12 Ni povezano   
13 Zaklep 0 V do +5 V 0 V do 5 V do mase 
14 X os (-) -10 V do +10 V +/- 10 V dif. nap. 
15 Y os (-) -10 V do +10 V +/- 10 V dif. nap. 
16 Intenzivnost (-) -2,5 V do 0 V 0 V do 5 V dif.nap. 
17 Intelock B povezan na priključek 4  
18 Rdeča (-) -2,5 V do 0 V 0 V do 5 V dif.nap. 
19 Zelena (-) -2,5 V do 0 V 0 V do 5 V dif.nap. 
20 Modra (-) -2,5 V do 0 V 0 V do 5 V dif.nap. 
21 Temno modra (-) -2,5 V do 0 V 0 V do 5 V dif.nap. 
22 Rumena (-) -2,5 V do 0 V 0 V do 5 V dif.nap. 
23 Svetlo modra (-) -2,5 V do 0 V 0 V do 5 V dif.nap. 
24 Z os (-) -10 V do +10 V +/- 10 V dif. nap. 
25 Ozemljitev povezan na maso  
 




Standardni DB-25 priključek povezuje signal iz izvora (laserski krmilnik) do končnega porabnika 
(laserski projektor). Razpored vhodno-izhodnih signalov na DB-25 priključku na ILDA 
standardu je definiran tako, da so signalni pari čim bližje skupaj, po drugi strani pa je definiran 
tako, da brez večjih težav prenese priključitev signalov drugih standardov, ki uporabljajo enake 
priključke (npr., serijsko vodilo RS-232 ali, sedaj že malce zastarelo, standardno vodilo za 
priključitev tiskalnika – Centronics). Izvori signalov naj bi uporabljali ženski DB-25 priključek, 









5 Načrtovanje sheme 
 
Spodnja shema je narisana s pomočjo programskega paketa Altium Designer 16, ki poleg 
risanja električne sheme vezja omogoča tudi izračun impedančnih prilagoditev posameznih 
povezav in simulacijo celotne ali pa le dela razvojne ploščice. 
V našem primeru smo morali večino simbolov komponent kreirati sami, saj jih ni bilo v že 
vključenih knjižnicah, z iskanjem na spletnem portalu pa se nismo ukvarjali zaradi slabih 
izkušenj v preteklosti ter pomanjkljivih ali celo napačnih razdalj med priključki. 
Simboli elementov so običajno v knjižnicah datotečnega tipa *.schlib, in imajo povezavo s skico 
ohišja elementa (lahko pa tudi trodimenzionalno predstavitev le tega), ki je običajno v 
knjižnicah datotečnega tipa *.pcblib. Nov simbol elementa najlaže ustvarimo tako, da 
preprosto odpremo simbol že obstoječega elementa podobnega tipa, po možnosti celo v istem 
ohišju, jo shranimo pod drugim imenom ter nato preimenujemo vse priključke, da ustrezajo 
našemu podatkovnemu listu. 
Za napajanje smo uporabili že dobavljiv izoliran stikalni pretvornik, ki je zmožen napajati 
bremena z največjo močjo 1 W in ima dvojni (bipolarni) izhod, podjetja Murata, z oznako 
CRV1D0512SC. Ta nam vhodno napetost 5 V, ki jo dobimo na razširitvenem priključku 
Raspberry-Pi-ja, pretvori v napetost +/- 12 V na izhodu, kar nam omogoča simetrično 
napajanje OP ojačevalnikov. Ta pretvornik odlikuje zelo nizka valovitost napetosti in šuma, ki 
znaša maximalno 8 mVP-P. 
Na vhod in oba izhoda smo dodali blokirne tantalove kondenzatorje s kapacitivnostjo 10 µF, ki 
smo jih na vezju namestili čim bližje napajalnim priključkom DA pretvornika, ter večplastne 
keramične kondenzatorje s kapacitivnostjo 100 nF, ki služijo za filtriranje visokofrekvenčnih 
šumov. Za napajanje digitalnih delov vezja smo uporabili kar napetost 3,3 V iz razširitvenega 
priključka na Raspberry Pi-ju, za napajanje DA pretvornikov pa dodatno še dušilko s feritnim 




Zaradi velike izbire na trgu že obstoječih DA pretvornikov smo najprej nameravali uporabiti 8-
kanalni DA pretvornik oz. osem DA pretvornikov v enem ohišju. Nato pa smo se raje odločili 
za dva ločena DA pretvornika. Prvi je 2-kanalni 16 bitni DA pretvornik, za signale X in Y, drugi 
pa je 4-kanalni 12 bitni DA pretvornik za tri signale barv ter signal za zaklop (angl. shutter). 
Prvi izmed njih je produkt znanega proizvajalca integriranih vezij Analog Devices z oznako 
AD5689RBRUZ [16], kjer črka R pomeni, da ima DA pretvornik že vgrajeno referenčno napetost 
2,5 V. Drugi DA pretvornik je produkt istega proizvajalca, z oznako AD5684RBRUZ [17] in ima 
prav tako že vgrajeno referenčno napetost 2,5 V. 
Oba DA pretvornika imata možnost, da lahko nanju pripeljemo tudi zunanjo referenčno 
napetost (priključek 1), ki pa ju seveda lahko povežemo skupaj v primeru, da je eden od njiju 
brez vgrajene notranje referenčne napetosti, torej mora imeti možnost vgrajene notranje 
referenčne napetosti vsaj eden od obeh uporabljenih DA pretvornikov. 
Oba DA pretvornika imata možnost izbire notranjega ojačenja izhodnih OP ojačevalcev. Glede 
na to, da uporabljamo referenčno napetost 2,5 V, standard pa predpisuje izhodni signal v 
območju 0-5 V (za barvne signale), smo se vseeno odločili, da uporabimo ojačenje x1, saj 
napajamo DA pretvornike z 3,3 V, in zato ne moremo dobiti zahtevane izhodne napetosti 5 V, 
četudi bi uporabili ojačenje x2. Tudi če bi napajali DA pretvornike z 5 V, izhodni signali ne bi 
dosegli napetosti 5 V, ker ne uporabljamo RR - (Rail to Rail) OP ojačevalnikov, pa tudi če bi jih, 
bi bili preveč odvisni od dejanske napetosti, dobljene iz 5 V napajanja na razširitvenem 






5.1 DA pretvorba 
 
Digitalno analogni pretvornik potrebujemo, kot nam pove že samo ime, potrebujemo za 
pretvorbo signala iz digitalne oblike v analogno vrednost; v našem primeru je to napetost. 
Ločljivost DA pretvornika se nanaša na število različnih vrednosti napetosti, ki jih je DA 
pretvornik zmožen proizvesti. Na primer za DA pretvornik z ločljivostjo 12-bitov je možnih 
4096 različnih vrednosti na izhodu, medtem ko je za 16-bitni DA pretvornik na izhodu možnih 
kar 65536 različnih vrednosti na izhodu. 
Absolutno natančnost DA pretvornika lahko opišemo kot tri osnovne pogreške: integralna 
nelinearnost, ničelni pogrešek in pogrešek strmine. 
Največji med pogreški je kvantizacijski pogrešek, ki pa je posledica glede na izbrani tip DA 
pretvornika. To je pogrešek, ki nastane pri kvantizaciji vhodnega signala. V specifikacijah se 
pogosto navaja kot vrednost najmanj utežnega bita digitalne izhodne vrednosti LSB. 
 
𝑈𝑖𝑧ℎ = 𝑈𝑟𝑒𝑓 × 𝐴 [
𝐷
2𝑁
]     (5.1) 
Kjer je A ojačenje notranjega izhodnega ojačevalnika, ki je lahko nastavljena na vrednost x1, 
kar je tudi privzeta vrednost ojačenja, ali pa x2, odvisno od tega, kako smo vezali vhod za 
ojačenje (GAIN). Če ga vežemo na maso (GND), izberemo ojačenje x1, če pa ga povežemo na 
napetost, ki predstavlja visok logičen nivo (v našem primeru na priključek VLOGIC), izberemo 
ojačenje x2. 
D je ekvivalentna decimalna vednost, ki ustreza binarni kodi v registru DA pretvornika, ki je 
lahko med vrednostjo 0 in 65535 za 16-bitni in med 0 in 4095 za 12-bitni DA pretvornik. 
Število N je ločljivost DA pretvornika; v našem primeru je to vrednost 65536 za 16-bitni in 
vrednost 4096 za 12-bitni DA pretvornik. 
Pri DA pretvornikih ločimo še relativno natančnost ali integralno nelinearnost (INL), ki je 
maksimalno odstopanje realne prevajalne funkcije od idealne interpolacijske (ravne) črte 
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(skozi ničlo in polno vrednostjo izhoda DA pretvornika) oz. od linearne prenosne karakteristike 
idealnega DA pretvornika in je vezana na celoto merilno območje, ki je maksimalno ±2 LSB pri 
16-bitnem in ±1 LSB pri 12-bitnem DA pretvorniku. 
Diferencialna nelinearnost (DNL) je maksimalno odstopanje oz. razlika med izmerjeno 
spremembo oz. dejanskim korakom in idealno spremembo utežnega bita med katerimi koli 
sosednjimi vrednostmi in je vezana na nazivni korak kvantizacije. 
Ničelni pogrešek je izmerjena napaka na izhodu, ko je ničelna vhodna vrednost naložena v 
register DA pretvornika. Ta vrednost je vedno pozitivna, saj izhodi na DA pretvorniku ne 
morejo biti nižji od 0 V, in sicer zaradi uporabe unipolarnega DA pretvornika (brez negativnega 
napajanja). 
Pogrešek strmine je odstopanje realne strmine ojačenja od idealne strmine ojačenja oz. od 
idealne strmine prenosne funkcije DA pretvornika. Ta pogrešek pa je prisoten pri obeh vrstah 
DA pretvornikov, tako pri unipolarnih kot pri bipolarnih. 
 
 




Najprej smo nameravali uporabiti samostojen DA pretvornik z osmimi kanali, vendar smo to 
idejo opustili, saj se je pozneje izkazalo, da je bolje, da uporabimo dva ločena DA pretvornika. 
Da je bolje uporabiti dva povsem ločena DA pretvornika, lahko vidimo že po tem, da lahko 
namreč uporabimo dovolj natančnega 16-bitnega za posamezno os X ter Y, medtem ko nam 
za barvni RGB model povsem zadostuje že 12-bitni DA pretvornik. 
V našem primeru bomo torej uporabili dva ločena DA pretvornika, najprej enega 2-kanalnega 
AD5689RBRUZ [16] za obe osi X in Y ter 4-kanalnega AD5684RBRUZ [17] za vse tri barve v RGB 
barvnem modelu, eden pa nam še ostane in ga zato lahko uporabimo za zaklop (angl. shutter), 
s katerim preprečimo izhod neželenega svetlobnega laserskega žarka iz laserskega projektorja 
(varnostni vidik). 
Referenčna izhoda obeh DA pretvornikov sta preko ničohmskega upora povezana skupaj, saj 
na ta način, v primeru, da je eden izmed njiju brez notranje referenčne napetosti (za primer 
DA pretvornika brez oznake R), lahko zagotovimo za oba enako referenčno napetost. 
Zaradi pozitivnega napajanja in unipolarnega načina delovanja DA pretvornika dobimo namreč 
na izhodih samo napetosti na območju med 0 in Uref pri izbranem ojačenju A=1 (če je vhod za 
ojačenje GAIN vezan na maso) in med 0 in 2*Uref pri izbranem ojačenju A=2 (če je vhod za 
ojačenje GAIN vezan na napajanje Ulogic oz. na UDD ). 
Poleg unipolarnega načina delovanja DA pretvornika - veliko večino DA pretvornikov na trgu 
namreč dobimo v unipolarni izvedbi - je težava tudi ta, da imajo na izhodih kljub stabilni 
napajalni napetosti, z malo šuma, navadno za nekaj mV nižjo vrednost od napajalne napetosti. 
Izhodni signal je kljub deklariranemu polnemu dosegu napetosti (Rail to Rail) na vgrajenem 
notranjem izhodnem ojačevalniku oz. na napetostnem sledilniku (angl. output buffer 
amplifier), običajno vseeno nekaj nižji, odvisno od obremenitve izhoda. 
Kot se lahko prepričamo tudi v zgornji tabeli vrednosti napetostnih signalov na ILDA vmesniku, 
takoj opazimo, da se napetostni signali za osi in posamezne barve razlikujejo za faktor dva; 
torej potrebujemo za faktor dva višjo vrednost izhodnih napetostnih signalov za posamezni 
osi kot pa vrednost izhodnih napetostnih signalov za posamezne barve. 
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Vse zgoraj naštete težave pri uporabi unipolarnih DA pretvornikov zato najenostavneje rešimo 
s pomočjo bipolarnih operacijskih ojačevalnikov. 
Z uporabo bipolarnih operacijskih ojačevalnikov tako poleg unipolarnega načina delovanja DA 
pretvornika rešimo tudi pravo želeno vrednost napetosti na posameznem izhodu. S čim bolj 
natančno določitvijo vrednosti posameznih uporov tako dobimo najboljšo vrednost ojačenja 
operacijskega ojačevalnika. 
 
Slika 11: Vezava operacijskega ojačevalnika za osi X in Y [18] 
Za vezje na zgornji shemi lahko napišemo Kirchoffov zakon tokovne zanke (vozlišče je 
označeno s piko – navidezna oz. virtualna masa), ki govori, da je vsota vseh tokov v tokovnem 









= 0   (5.2) 
Iz tega dobimo naslednjo prenosno funkcijo. 






) ∙ 𝑈𝐷𝐴𝐶 −
𝑅𝐹
𝑅1
∙ 𝑈𝑟𝑒𝑓   (5.3) 
Operacijski ojačevalec v tem vezju se uporablja z negativno povratno vezavo, ki zagotovi, da 
je potencial napetosti na obeh vhodih tako na invertirajočem kot na neinvertirajočem enak. 
Ko je izhodna napetost na DA pretvorniku enaka nič, je invertirajoči vhod na potencialu 
virtualne ozemljitve, zato skozi upor R2 ne bo tekel noben tok, to pa povzroči, da vezje deluje 




     (5.4) 
Ko je na izhodu diferenčnega ojačevalnika vrednost napetostnega signala potenciala v polnem 
obsegu UDAC, je na invertirajočem vhodu diferenčnega ojačevalnika vrednost napetostnega 
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potenciala enaka referenčni vrednosti napetosti Uref = UDAC, zato skozi upor R1 ne bo tekel tok, 
to pa povzroči, da vezje deluje kot neinvertirajoči ojačevalnik z ojačenjem. 
𝐴 = 1 +
𝑅𝐹
𝑅2
     (5.5) 
Za izračun oz. za določitev vrednosti posameznih uporov v tej vezavi se lahko uporabi preprost 
postopek v zgolj treh korakih, s katerim lahko izvedemo bipolarni napetostni izhod za 
praktično vsak običajen unipolaren DA pretvornik. 
Za izbiro ustreznih vrednosti uporov si pomagamo tako, da uporabimo zgornjo prenosno 
funkcijo za prvi primer skrajne lege oz. negativne skrajne lege v polnem obsegu, kjer je 
napetost na DA pretvorniku enaka nič, medtem ko je referenčna napetost enaka 2,5V in 
napetost na izhodu enaka -10 V. V tej točki lahko določimo razmerje med RF in R1. Pri UDAC = 0 




∙ (2,5 𝑉)    (5.6) 
𝑅𝐹  =  4 ∙ 𝑅1     (5.7) 
Za primer druge skrajne lege oz. pozitivne skrajne lege v polnem obsegu, ko je napetost na DA 
pretvorniku enaka 2,5 V, medtem ko je referenčna napetost enaka 2,5 in napetost na izhodu 
enaka 10 V. V tem primeru pa lahko določimo razmerje med RF in R2, in sicer pri UDAC = 2,5 V, 
Uref = 2,5 V in Uizh = 10 V  se prenosna funkcija glasi: 
10𝑉 = (1 +
𝑅𝐹
𝑅2
) ∙ (2,5 𝑉)    (5.8) 
𝑅𝐹  =  3 ∙ 𝑅2     (5.9) 
Na koncu lahko iz teh enačb dobimo najustreznejše vrednosti posameznih uporov. 
Najpomembnejša je vrednost upora R1, ki mora biti izbrana tako, da s tem ne obremenimo 
vira referenčne napetosti, ki je v našem primeru izbran kar notranji vir referenčne napetosti, 
saj bi s tem zmanjšali tudi šum, ki bi ga ta dodana uporovna vezava prispevala. 
Za to vezavo je bil izbran upor z vrednostjo 8,25 kΩ, da bo omejena tudi maksimalna vrednost 











303 µA oz. samo 0,3 mA, kar je daleč pod določeno mejo 10 mA za izbrani DA pretvornik. 
Idealna vrednost bi bila sicer toleranca 0,1 %, vendar bomo v SMD ohišju 0603 bolj težko našli 
želene vrednosti, zato si bomo morali pomagati tudi s kombinacijo vzporedne ali zaporedne 
vezave uporov, kar pa je zelo priporočljivo upoštevati že pri samem načrtovanju tiskanine. 
 
Slika 12: Vezava neinvertirajočega ojačevalnika za posamezno barvo v RGB modelu 
Tudi za to vezje lahko napišemo prenosno funkcijo z uporabo Kirchoffovega zakona tokovne 






= 0    (5.11) 
Iz tega dobimo naslednjo prenosno funkcijo: 
𝑈𝑖𝑧ℎ = (1 +
𝑅𝐹
𝑅1
) ∙ 𝑈𝐷𝐴𝐶     (5.12) 
Kot lahko vidimo iz zgornje prenosne funkcije, moramo izbrati enaka upora RF in R1, če želimo 
imeti na izhodu napetost, ki bo ravno za faktor dva večja od napetosti na izhodu DA 
pretvornika. 
Pri polnem dosegu DA pretvornika 2,5 V je to napetost 5V, ki pa jo potrebujemo na izhodu za 









Slika 14: Razširitveno prototipno 3D vezje izrisano s programskim orodjem Altium Designer 
 
 
Slika 15: Sestavljeno razširitveno prototipno vezje in priključeno na Raspberry Pi 3  
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6 ILDA kot slikovni format datotek 
 
Tehnični standard ILDA okvirno opisuje uradno podprt format datotek za prenos podatkov oz. 
slik od mednarodne organizacije za laserski prikaz med posameznimi sistemi za predvajanje 
laserske grafike. 
Uradni naziv tega standarda je ILDA format prenosa slikovnih podatkov ali na kratko kar ILDA 
format, katerega struktura je opisana v naslednjih vrsticah. 
Binarno proti ASCII 
Zapisa »binarno 0« ali »binarno 1« se nanašata na bitno kodo 0000 0000 in 0000 0001. 
Zaporedje bajtov 
Zaporedje je takšno, da najpomembnejšim bajtom sledijo manj pomembnejši bajti. Na primer 
v besedi dva bajta 0x1100 predstavljata decimalno število 65280, in ne 255. 
Točkovni podatki v ILDA datotekah 
ILDA format je bolj namenjen samo za točkovno usmerjene slike kot za vektorsko usmerjene 
slike. To pomeni, da so podatki v ILDA datoteki predstavljeni kot podatkovni vzorci, ki so 
poslani neposredno na galvanometrska skenerja, ki sta uporabljena v laserskem projektorju. 
Podatki niso samo gola vektorska informacija, ki bi potrebovala še nadaljnjo obdelavo. 
Barve v ILDA datotekah 
Predpostavljamo, da so RGB vrednosti barv v tem standardu linearne in barvno uravnotežene. 
Linearnost pomeni vidno linearnost, kjer vrednost barve v decimalni vrednosti 127 pomeni 
polovico svetilnosti, medtem ko nastavitev decimalne vrednosti 255 pomeni polno svetilnost 
posamezne barve. 
Datotečna struktura 
Datoteka v formatu ILDA je sestavljena iz odsekov, ki vsebujejo sliko ali pa barvno paleto. Vsak 
odsek je sestavljen iz glave s končno dolžino, ki ji sledi zapis podatkov s spremenljivim številom, 
ki so lahko točke slike ali pa barva iz barvne palete. 
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V polju noge datotečne strukture je zapisano število, ki določa, koliko podatkovnih zapisov bo 
sledilo glavi datotečne strukture. Konec datoteke je označen s kodo formata slike (ali je to 
format 0, 1, 4 ali 5 ) in s številom podatkovnih zapisov, označeno z nič. 
Format kode 
Tip in oblika podatkov na posameznem delu sta določena z obliko kode. Obstaja pet različnih 
oblik, ki so trenutno definirane: 
Format 0 – 3D koordinate z indeksirano barvo, 
Format 1 – 2D koordinate z indeksirano barvo, 
Format 2 – barvna paleta za indeksirano barvno sliko, 
Format 4 – 3D koordinate z vrednostmi pravih barv (24-bitna barvna globina z 16,7 milijona 
barv), 
Format 5 – 2D koordinate z vrednostmi pravih barv (24-bitna barvna globina z 16,7 milijona 
barv). 
Format 3 je bil predlagan s strani tehničnega komiteja ILDA, vendar ni bil nikdar odobren, zato 
je oblika 3 izpuščena iz ILDA standarda. 
Formati 0, 1, 4 in 5 definirajo podatke točk. Vsaka točka vsebuje X in Y koordinate ter 
informacijo o barvi. Formati 3D vsebujejo tudi informacijo Z koordinate (kot globina). 
Indeksirani barvni obliki 0 in 1 uporabljata podatkovno obliko, kjer ima vsaka točka barvni 
indeks med 0 in 255, uporabljen kot indeks v paleti barv. Format 2 določa barvno paleto za 
uporabo v indeksirani barvni sliki. Pri vrednosti pravih barv se v oblikah 4 in 5 uporabljajo 
rdeča, zelena in modra barvna komponenta osmih bitov za vsako točko. ILDA datoteke lahko 






Programska oprema, ki lahko bere datoteke v obliki ILDA, mora biti zmožna branja vseh petih 
formatov (0, 1, 2, 4 in 5). Pri novo ustvarjenih programih je priporočljivo, da naj bi uporabljali 
oblike z vrednostmi pravih barv. 
Za združljivost s starejšimi različicami oblik ILDA datotek je priporočljivo, da programska 
oprema omogoča shranjevanje ene izmed oblik za indeksirano barvno sliko, opcijsko vključno 
z barvno paleto. 
Ravnanje z barvno paleto 
Za vsak projektor obstaja barvna paleta, ki se uporablja za indeksirane barvne slike. Barvna 
paleta, uporabljena za projektor, se lahko nastavi kot uporaba barvne palete v obliki dva, lahko 
pa se uporablja za vse nadaljnje slike naprej za ta projektor. Če se bo pojavil drugi del v obliki 
dva, bo ta zamenjal trenutno barvno paleto projektorja. 
Pogosto ILDA datoteke vsebujejo indeksirane barvne slike brez barvne tabele oblike 2 pred 
njim. V tem primeru mora biti barvna paleta nastavljena na uporabniško določeno barvno 
paleto. Ena izmed možnih palet je podana na spodnji sliki oz. v datoteki ILDAFile.h. 
Vsebina datoteke 
Struktura 
Vsebina datoteke ima končno dolžino 32 bajtov s sledečo zgradbo: 
(1-4) »ILDA«, (5-7) rezervirano, (8) oblika kode, (9-16) ime slike ali barvne palete, (17-24) ime 
podjetja, (25-26) skupno število podatkovnih zapisov, (27-28) številka slike ali številka barvne 
palete, (29-30) končno število vseh slik ali nič, (31) številka projektorja, (32) rezerviran 
Od prvega do četrtega bajta vsebujeta črke z imenom ILDA, od petega do sedmega bajta je 
rezervirano, osmi bajt je format kode, od devetega do šestnajstega bajta je ime slike ali ime 
barvne palete, med sedemnajstim in štiriindvajsetim je ime podjetja, bajta petindvajset in 
šestindvajset vsebujeta skupno število podatkovnih zapisov, bajta sedemindvajset in 
osemindvajset označujeta številko slike ali številko barvne palete, bajta devetindvajset in 
trideset vsebujeta skupno oz. končno število slik v zaporedju ali pa število nič (za barvno 
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paleto), bajt enaintrideset predstavlja številko projektorja, medtem ko je dvaintrideseti bajt 
rezerviran. 
Opis posameznih polj 
1. ILDA 
Bajti od 1 do 4 so ASCII črke ILDA, ki označujejo obliko vsebine datoteke. 
2. Rezervirano 
Bajti med 5 in 7 ter 32 so rezervirani za uporabo v prihodnje. Ko pišemo datoteko jih bomo 
postavili na nič. Ko pa beremo datoteko, ne preverjamo vrednosti teh bajtov. 
3. Format kode 
Bajt 8 je eden izmed formatov kod, ki smo jih navedli že zgoraj: Format 0, 1, 2, 4, 5. 
4. Ime slike ali barvne palete 
Bajti med 9 in 16 je osem ASCII znakov z imenom slike ali barvne palete. Če se pojavi binarna 
ničla, potem se vsi znaki, ki sledijo ničli, ne upoštevajo. 
5. Ime podjetja 
Bajti med 17 in 24 je osem ASCII znakov z imenom podjetja, ki je to sliko kreirala. Če se pojavi 
binarna ničla, potem se vsi znaki, ki sledijo ničli, ne upoštevajo. 
6. Število zapisov 
Bajta 25 in 26 sta skupno število podatkovnih zapisov, ki sledita tej vsebini, izražena kot ne-
predznačeno celo število med 0 in 65535. Če je število podatkovnih zapisov enako nič, potem 
se to vzame kot konec vsebine datoteke. Za barvne palete mora biti število zapisov med 2 in 
256. 
7. Številka slika ali barvne palete 
Bajta 27 in 28, če je slika del skupine slik, kot je to recimo pri animaciji, to število predstavlja 
številko slike. Štetje se začne pri sliki 0, razpon je med 0 in 65534. 
8. Skupno število zaporednih slik ali 0 
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Bajta 29 in 30 sta skupno število slik v tej skupini ali zaporedju. Razpon je med 1 in 65535. Za 
barvne palete je to enako nič. 
9. Številka projektorja 
Bajt 31 je številka projektorja, na katerem bo ta slika predvajana. Razpon je od 0 do 255. Za 










Slika 17: Prikaz izhodov DA pretvornika pri izrisu testnega okvirja 
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Pri preverjanju in razhroščevanju kode nam je bil v veliko pomoč logični analizator Logic Pro 
16 podjetja Saleae [22], s katerim smo spremljali tako signale SPI protokola, kakor tudi 
analogne signale na izhodu DA pretvornika, saj nam ta model analizatorja dopušča analogne 
vhode od -10 V do 10 V, medtem ko nam cenejše različice tega ne dopuščajo. Z njimi je namreč 
mogoče meriti analogne vrednosti napetosti le od 0 do 5 V. 
S tem logičnim analizatorjem lahko vzorčimo digitalne signale do 100 MHz na vseh 16 kanalih, 
saj deluje na vodilu USB 3.0 proizvajalca Cypress z oznako CYUSB3014-BZXI (FX3), vsebuje pa 
FPGA Xilinx Spartan-6 XC6SLX16 s skoraj 15.000 logičnimi elementi. 
Za analogno - digitalno pretvorbo uporablja dva osem kanalna 13/12-bitna AD pretvornika 
proizvajalca Analog Devices oz. Hittite Microwave Corporation z oznako HMCAD1100. 
Naprej na izhodne priključke pa uporablja še 12 hitrih RRIO operacijskih ojačevalnikov prav 
tako proizvajalca Analog Devices z oznako ADA4891-4. 
Kot je razvidno iz zgornjih slik, smo jih potrebovali šest za analizo digitalnih signalov na SPI 
vmesniku, ki so: 𝐿𝐷𝐴𝐶, MOSI, SCLK, XY_𝐶𝑆, RGB_𝐶𝑆 in DAC_𝐶𝐿𝑅. 
Nato pa še šest za analizo analognih signalov, ki so: ILDA_X, ILDA_Y, ILDA_RED, ILDA_GREEN, 
ILDA_BLUE in ILDA_SHUTTER. 
Na izhodu laserskega projektorja bi v primeru signalov na zgornjih slikah 16, 17 in 18 v živo 
videli dejansko sliko, kako laserski žarek na projekcijski podlagi izriše projicirano sliko kvadrata 
z različnimi barvami stranic (barvnih stranic) v zaporedju rumena, rdeča, zelena in modra nato 
pa se po štirih ciklih (odsekih) zaporedje zopet ponovi. 
Slika 18: Projicirana realna slika iz projektorja na projekcijsko podlago (npr. steno oz. zid) 
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Na grafu lahko hitro opazimo (vidimo) tudi to, da smo morali signal zelene barve ILDA_GREEN 
malce zmanjšati (znižati) zaradi močnejše laserske diode v projektorju, da smo lahko iz tega 







V okviru diplomske naloge smo uspešno razvili razširitveno prototipno vezje, ki omogoča 
neposredno priključitev laserskega projektorja na cenovo ugoden in odprtokoden mini 
računalnik Raspberry Pi. 
Glede na zahtevane lastnosti ILDA protokola smo morali izbrati ustrezne komponente za 
sestavo prototipnega vezja in primerno povezavo posameznih signalov za prilagoditev 
napetostnih nivojev. 
Izbrali smo dva DA pretvornika z dva in štirimi kanali na SPI vmesniku ter šest oz. osem 
operacijskih ojačevalnikov (štirje v enem ohišju), odvisno od vezave, ki se lahko spremeni oz. 
prilagodi glede na notranjo vezavo v samem laserskem projektorju. 
Dodaten pogoj je bila tudi preprostost tiskanine, ki je lahko bila samo dvostranska, saj je 
drugače namreč ne bi mogli izrezkati. 
Tiskanino smo izrisali s pomočjo programskega paketa Altium Designer, vezje pa izrezkali na 
rezkalnem stroju za idelavo tiskanih vezij LPKF ProtoMat S103. 
Izračunali smo še približno ceno elementov, ki znaša približno 25 evrov za prototipno izvedbo, 
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Programska koda SPI vmesnika na RPi brez knjižnice BCM2835 [20]. 
 
#include <fcntl.h>   //Needed for SPI port 
#include <sys/ioctl.h>  //Needed for SPI port 
#include <linux/spi/spidev.h> //Needed for SPI port 








int spi_cs0_fd;  //file descriptor for the SPI device 
int spi_cs1_fd;  //file descriptor for the SPI device 
unsigned char spi_mode; 
unsigned char spi_bitsPerWord; 





//********** SPI OPEN PORT ********** 
//*********************************** 
//*********************************** 
//spi_device 0=CS0, 1=CS1 
int SpiOpenPort (int spi_device) 
{ 
 int status_value = -1; 
    int *spi_cs_fd; 
 
    //----- SET SPI MODE ----- 
    //SPI_MODE_0 (0,0)  CPOL = 0, CPHA = 0, Clock idle low, data is clocked in on rising   
    //      edge, output data (change) on falling edge 
    //SPI_MODE_1 (0,1)  CPOL = 0, CPHA = 1, Clock idle low, data is clocked in on falling 
    //      edge, output data (change) on rising edge 
    //SPI_MODE_2 (1,0)  CPOL = 1, CPHA = 0, Clock idle high, data is clocked in on falling 
    //      edge, output data (change) on rising edge 
    //SPI_MODE_3 (1,1)  CPOL = 1, CPHA = 1, Clock idle high, data is clocked in on rising, 
    //      edge output data (change) on falling edge 
    spi_mode = SPI_MODE_0; 
     
    //----- SET BITS PER WORD ----- 
    spi_bitsPerWord = 8; 
     
    //----- SET SPI BUS SPEED ----- 
    spi_speed = 1000000;  //1000000 = 1MHz (1uS per bit)  
 
    if (spi_device) 
     spi_cs_fd = &spi_cs1_fd; 
    else 
     spi_cs_fd = &spi_cs0_fd; 
 
    if (spi_device) 
     *spi_cs_fd = open(std::string("/dev/spidev0.1").c_str(), O_RDWR); 
    else 
     *spi_cs_fd = open(std::string("/dev/spidev0.0").c_str(), O_RDWR); 
 
    if (*spi_cs_fd < 0) 
    { 
        perror("Error - Could not open SPI device"); 
        exit(1); 
    } 
 
    status_value = ioctl(*spi_cs_fd, SPI_IOC_WR_MODE, &spi_mode); 
    if(status_value < 0) 
    { 
        perror("Could not set SPIMode (WR)...ioctl fail"); 
        exit(1); 




    status_value = ioctl(*spi_cs_fd, SPI_IOC_RD_MODE, &spi_mode); 
    if(status_value < 0) 
    { 
      perror("Could not set SPIMode (RD)...ioctl fail"); 
      exit(1); 
    } 
 
    status_value = ioctl(*spi_cs_fd, SPI_IOC_WR_BITS_PER_WORD, &spi_bitsPerWord); 
    if(status_value < 0) 
    { 
      perror("Could not set SPI bitsPerWord (WR)...ioctl fail"); 
      exit(1); 
    } 
 
    status_value = ioctl(*spi_cs_fd, SPI_IOC_RD_BITS_PER_WORD, &spi_bitsPerWord); 
    if(status_value < 0) 
    { 
      perror("Could not set SPI bitsPerWord(RD)...ioctl fail"); 
      exit(1); 
    } 
 
    status_value = ioctl(*spi_cs_fd, SPI_IOC_WR_MAX_SPEED_HZ, &spi_speed); 
    if(status_value < 0) 
    { 
      perror("Could not set SPI speed (WR)...ioctl fail"); 
      exit(1); 
    } 
 
    status_value = ioctl(*spi_cs_fd, SPI_IOC_RD_MAX_SPEED_HZ, &spi_speed); 
    if(status_value < 0) 
    { 
      perror("Could not set SPI speed (RD)...ioctl fail"); 
      exit(1); 
    } 





//********** SPI CLOSE PORT ********** 
//************************************ 
//************************************ 
int SpiClosePort (int spi_device) 
{ 
 int status_value = -1; 
    int *spi_cs_fd; 
 
    if (spi_device) 
     spi_cs_fd = &spi_cs1_fd; 
    else 
     spi_cs_fd = &spi_cs0_fd; 
 
    status_value = close(*spi_cs_fd); 
    if(status_value < 0) 
    { 
     perror("Error - Could not close SPI device"); 
     exit(1); 
    } 





//********** SPI WRITE & READ DATA ********** 
//******************************************* 
//******************************************* 
//data  Bytes to write.  Contents is overwritten with bytes read. 
int SpiWriteAndRead (int spi_device, unsigned char *data, int length) 
{ 
 struct spi_ioc_transfer spi[length]; 
 int i = 0; 
 int retVal = -1; 
    int *spi_cs_fd; 
 
    if (spi_device) 
     spi_cs_fd = &spi_cs1_fd; 
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    else 
     spi_cs_fd = &spi_cs0_fd; 
 
 //one spi transfer for each byte 
 
 for (i = 0 ; i < length ; i++) 
 { 
  memset(&spi[i], 0, sizeof (spi[i])); 
  spi[i].tx_buf        = (unsigned long)(data + i); // transmit from "data" 
  spi[i].rx_buf        = (unsigned long)(data + i) ; // receive into "data" 
  spi[i].len           = sizeof(*(data + i)) ; 
  spi[i].delay_usecs   = 0 ; 
  spi[i].speed_hz      = spi_speed ; 
  spi[i].bits_per_word = spi_bitsPerWord ; 
  spi[i].cs_change = 0; 
 } 
 
 retVal = ioctl(*spi_cs_fd, SPI_IOC_MESSAGE(length), &spi) ; 
 
 if(retVal < 0) 
 { 
  perror("Error - Problem transmitting spi data..ioctl"); 
  exit(1); 
 } 
 
 return retVal;  
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Programska koda SPI vmesnika na RPi z knjižnico BCM2835 od Mike McCauley-a [20]. 
 
//Setup SPI pins 
 bcm2835_spi_begin(); 
  
 //Set CS pins polarity to low 
 bcm2835_spi_setChipSelectPolarity(BCM2835_SPI_CS0, 0); 
 bcm2835_spi_setChipSelectPolarity(BCM2835_SPI_CS1, 0); 
  
 //Set SPI clock speed (divider) 
 bcm2835_spi_setClockDivider(BCM2835_SPI_CLOCK_DIVIDER_16); 
 
 //Set SPI data mode 
 bcm2835_spi_setDataMode(BCM2835_SPI_MODE1);  //(SPI_MODE_# 
 
 //Set with CS pin to use for next transfers 
 bcm2835_spi_chipSelect(BCM2835_SPI_CS0); 
 
 //Transfer 1 byte 
 //uint8_t data; 
 //data = bcm2835_spi_transfer((uint8_t)0x55); 
  
 //Transfer many bytes 
 char data_buffer[10]; 
 int Count; 
 for (Count = 0; Count < 10; Count++) 
  data_buffer[Count] = 0x80 + Count; 
 bcm2835_spi_transfern(&data_buffer[0], 10); //data_buffer used for tx and rx 
  













struct colour { 
 char red; 
 char green; 
 char blue; 
}; 
 
struct statusCode { 
 char blanking; 
 char lastEntry; 
}; 
 
struct coordinateData { 
 int x; 
 int y; 
 int z; 
 struct statusCode status; 
 //color from color table 
 char r; 
 char g; 
 char b; 
}; 
 
// contains the actual colour table 
struct colour *colourTable; 
 
int readTwoByteInt(FILE *fp){ 
 char ch = fgetc(fp); 
 int i = *(signed char *)(&ch); 
 i *= 1 << CHAR_BIT; 
 ch = fgetc(fp); 
 i |= ch; 





 Bit 0 is the "last point" bit. This bit is set to 0 for all points except the last 
point. A 1 indicates end of image data. This was done for compatibility with certain existing 
systems; note that a zero in bytes 25-26 (Total Points) is the official end-of-file 
indication. 
 Bit 1 is the blanking bit. If this is a 0, then the laser is on (draw). If this is a 1, 
then the laser is off (blank). Note that all systems must write this bit, even if a particular 
system uses only bits 0-7 for blanking/colour information. 
 Bits 2-7 are unassigned and should be set to 0 (reserved). 
*/ 
struct statusCode readStatusCode(FILE *fp){ 
 char ch = fgetc(fp); 
 struct statusCode status; 
 status.lastEntry = (((ch & 0x80) >> 7) == 1); 
 status.blanking = (((ch & 0x40) >> 6) == 1); 
} 
 
int distPerS = 100000; 
float ILDA_AxisMax = 32768.0; 
float ILDA_Colour_Max = 255.0; 
void executeCoordCommand(struct coordinateData *data){ 
 float x = (*data).x / ILDA_AxisMax; 
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 float y = (*data).y / ILDA_AxisMax; 
 if((*data).status.blanking = 0){ 
   float red = (*data).r / ILDA_Colour_Max; 
   float green = (*data).g / ILDA_Colour_Max; 
   float blue = (*data).b / ILDA_Colour_Max; 
   setColour(red, green, blue); 
 }else{ 
  setColour(0.0, 0.0, 0.0); 
 } 
 moveTo(x, y); 
 //moveToSpeedLimit(x, y, distPerS); 
} 
 
void readRGBByColourIndex(FILE *fp, struct coordinateData *data){ 
  char colour = fgetc(fp); 
  if(colourTable == NULL ){ 
   // no colour Tabel use default 
   (*data).r = ILDA_DEFAULT_COLOUR_PALETTE[colour][0]; 
   (*data).g = ILDA_DEFAULT_COLOUR_PALETTE[colour][1]; 
   (*data).b = ILDA_DEFAULT_COLOUR_PALETTE[colour][2]; 
  }else{ 
   (*data).r = colourTable[colour].red; 
   (*data).g = colourTable[colour].green; 
   (*data).b = colourTable[colour].blue; 




 0-1  X coordinate  A 16-bit binary twos complement (signed) number. Extreme left is 
-32768; extreme right is +32767. (All directions stated using front projection.) 
  
 2-3  Y coordinate  A 16-bit binary twos complement (signed) number. Extreme bottom 
is -32768; extreme top is +32767. 
 
 4-5  Z coordinate  A 16-bit binary twos complement (signed) number. Extreme rear 
(away from viewer; behind screen) is -32768; extreme front (towards viewer; in front of 
screen) is +32767. 
 
 6  Status code (MSB 0) 
   Bit 0 is the "last point" bit. This bit is set to 0 for all points 
except the last point. A 1 indicates end of image data. This was done for compatibility with 
certain existing systems; note that a zero in bytes 25-26 (Total Points) is the official end-
of-file indication. 
   Bit 1 is the blanking bit. If this is a 0, then the laser is on (draw). 
If this is a 1, then the laser is off (blank). Note that all systems must write this bit, even 
if a particular system uses only bits 0-7 for blanking/colour information. 
   Bits 2-7 are unassigned and should be set to 0 (reserved). 
 
 7 ColourIndex 
   0-255 indicate the point's colour number. This value is used as an index 
into a colour lookup table containing red, green and blue values. See ILDA Colour Lookup Table 
Header section for more information. 
*/ 
 
void parse3DCoordData(FILE *fp, int numberEntries){ 
 
 for(int i = 0; i<numberEntries; i++){ 
  struct coordinateData data; 
  data.x = readTwoByteInt(fp); 
  data.y = readTwoByteInt(fp); 
  data.z = readTwoByteInt(fp); 
  data.status = readStatusCode(fp); 
  readRGBByColourIndex(fp, &data); 
  //execute 







 0-1  X coordinate 
 2-3  Y coordinate 
 4  Status code 
 5 ColourIndex 
*/ 
void parse2DCoordData(FILE *fp, int numberEntries){ 
 for(int i = 0; i<numberEntries; i++){ 
  struct coordinateData data; 
  data.x = readTwoByteInt(fp); 
  data.y = readTwoByteInt(fp); 
  data.z = 0; 
  data.status = readStatusCode(fp); 
  readRGBByColourIndex(fp, &data); 
  //execute 






 0  Red value  Intensity value of red. Value ranges from 0 (off) to 255 (full 
on). 
 1  Green value  Intensity value of green. 
 2  Blue value  Intensity value of blue. 
*/ 
void parseColourPaletteData(FILE *fp, int numberEntries){ 
 struct colour newColourTable[numberEntries]; 
 for(int i = 0; i<numberEntries; i++){ 
  newColourTable[i].red = fgetc(fp); 
  newColourTable[i].green = fgetc(fp); 
  newColourTable[i].blue = fgetc(fp); 
 } 
 free(colourTable); 




 0-1  X coordinate 
 2-3  Y coordinate 
 4-5  z coordinate 
 6  Status code 
 7 blue 
   This value is the pointâ€™s blue color component.  A value of 0 
indicates â€śzero brightnessâ€ť 
and a value of 255 indicates â€śmaximum brightnessâ€ť. 
 8 green 
   This value is the pointâ€™s green color component. A value of 0 
indicates â€śzero brightnessâ€ť 
and a value of 255 indicates â€śmaximum brightnessâ€ť. 
 9 red 
   This value is the pointâ€™s red color component.  A value of 0 indicates 
â€śzero brightnessâ€ť 
and a value of 255 indicates â€śmaximum brightnessâ€ť. 
*/ 
void parse3DCoordTrueColData(FILE *fp, int numberEntries){ 
 
 for(int i = 0; i<numberEntries; i++){ 
  struct coordinateData data; 
  data.x = readTwoByteInt(fp); 
  data.y = readTwoByteInt(fp); 
  data.z = readTwoByteInt(fp); 
  data.status = readStatusCode(fp); 
  data.b = fgetc(fp); 
  data.g = fgetc(fp); 
  data.r = fgetc(fp); 
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  //execute 





 0-1  X coordinate 
 2-3  Y coordinate 
 4  Status code 
 5 blue 
 6 green 
 7 red 
*/ 
void parse2DCoordTrueColData(FILE *fp, int numberEntries){ 
 for(int i = 0; i<numberEntries; i++){ 
  struct coordinateData data; 
  data.x = readTwoByteInt(fp); 
  data.y = readTwoByteInt(fp); 
  data.z = 0; 
  data.status = readStatusCode(fp); 
  data.b = fgetc(fp); 
  data.g = fgetc(fp); 
  data.r = fgetc(fp); 
  //execute 





 0 to 3  Signature ("ILDA")  This makes a positive identification that this is the 
start of a header section, it should be the ASCII characters "ILDA". It can also be used to 
quickly identify a file as a valid ILDA file since the first section of such a file must be a 
header section. 
 
 4 to 6  Not used  Supposed to be set to 0 
 
 7  Format type  This indicates the type of data section that will follow the 
header. This must be either 0 (3D coordinate section), 1 (2D coordinate section), or 2 (colour 
palette section). The structure of these is described in more detail later. 
 
 8 to 15  Name  This 8 byte string indicates the name (if there is one) of the 
current frame for format type 0 and 1, and the palette name for format type 2. If no name is 
appropriate then all the bytes should be set to 0. 
 
 16 to 23  Company name  The name of the company who created the frame or palette. 
If no name is appropriate then all the bytes should be set to 0. 
 
 24 and 25  Total number of entries in data section  For coordinates this is the 
number of points in the following data section, for colour palettes it is the number of 
entries in the palette. Using this along with the known size for the data section entries 
allows a parsing program to skip over sections they weren't interested. 
 
 26 and 27  Current frame number  For files that contain a number of frames, eg: 
library of graphical shapes, collection of colour palettes, or an animation sequence, this is 
the current number. It ranges from 0 up to one the total number of frames minus 1. 
 
 28 and 29  Total number of frames  The total number of frames and is not used 
for colour palette format types. This is set to 0 in a "null header" to indicate the end of 
the ILDA file. 
 
 30  Scanner head  Used for systems with multiple scanners or heads, otherwise set 
to 0 for the default device. 
 
 31  Not used  Supposed to be set to 
*/ 
void executeIldaFile(FILE *fp, char loop){ 
 if( fp == NULL ){ 
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  perror("Error no file.\n"); 
  return; 
 } 
 term_nonblocking(); 
 printf("Type 's' to stop painting."); 
 do{ 
  rewind(fp); 
  int state = PARSE_STATE_SEARCHING_HEADER; 
  unsigned int byteNr = 0; 
  char dataType; 
  char name[8]; 
  char companyName[8]; 
  int numberOfDataEntries; 
  int number; 
  int totalNumber; 
  char scannerHead; 
  int chTmp; 
  while( ( chTmp = fgetc(fp) ) != EOF){ 
   char ch = chTmp;//actual byte 
   if(state == PARSE_STATE_SEARCHING_HEADER){ 
    if(ch == HEADER_START[byteNr]){ 
     //match go next 
     byteNr++; 
     if(byteNr == 7){ 
      //header identified start parsing heder info 
      state = PARSE_STATE_PARSING_HEADER; 
     } 
    }else{ 
     //no match 
     byteNr = 0; 
    }  
   } else if(state == PARSE_STATE_PARSING_HEADER){ 
    dataType = ch; 
    byteNr++; 
    while(byteNr < 16){ 
     name[byteNr-8] = fgetc(fp); 
     byteNr++; 
    } 
    while(byteNr < 24){ 
     name[byteNr-8] = fgetc(fp); 
     byteNr++; 
    } 
    numberOfDataEntries = 256*fgetc(fp); 
    numberOfDataEntries += fgetc(fp); 
    number = 256*fgetc(fp); 
    number += fgetc(fp); 
    totalNumber = 256*fgetc(fp); 
    totalNumber += fgetc(fp); 
    scannerHead = fgetc(fp); 
    fgetc(fp);//byte 31: last (not used) header byte: Data beginns 
    if(dataType == ILDA_3D_COORD_HEADER_TYPE){ 
     parse3DCoordData(fp, numberOfDataEntries); 
    }else if(dataType == ILDA_2D_COORD_HEADER_TYPE){ 
     parse2DCoordData(fp, numberOfDataEntries); 
    }else if(dataType == ILDA_COLOUR_PALETTE_HEADER_TYPE){ 
     parseColourPaletteData(fp, numberOfDataEntries); 
    }else if(dataType == ILDA_3D_COORD_TRUE_COL_HEADER_TYPE){ 
     parse3DCoordTrueColData(fp, numberOfDataEntries); 
    }else if(dataType == ILDA_2D_COORD_TRUE_COL_HEADER_TYPE){ 
     parse2DCoordTrueColData(fp, numberOfDataEntries); 
    }else{ 
     printf("Ignorring unknowm Data Type: %i\n", (int) 
dataType); 
    } 
    //data is parsed start again 
    state = PARSE_STATE_SEARCHING_HEADER; 
    byteNr = 0; 
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   } 
   
  } 
 int userIn = getchar(); 
 if(userIn == 's'){ 






void executeIldaFileByName(char fileName[], char loop){ 
 FILE *fp; 
 fp = fopen(fileName,"r"); // read mode 
 if( fp != NULL ){ 
  executeIldaFile(fp, loop); 
  fclose(fp); 
 }else{ 







Spodnja barvna paleta vsebuje 64 polnih barvnih odtenkov skupaj z belo barvo in se uporablja 
pri večini ILDA datotek, ki ne vsebujejo barvne palete, vključno s testnim ILDA vzorcem. 
Paleta barv 
RDEČA ZELENA MODRA COLOR NAME 
255 0 0 RDEČA 
255 16 0  
255 32 0  
255 64 0  
255 80 0  
255 96 0  
255 112 0  
255 128 0  
255 144 0  
255 160 0  
255 176 0  
255 192 0  
255 208 0  
255 224 0  
255 240 0  
255 255 0 RUMENA 
224 255 0  
192 255 0  
160 255 0  
128 255 0  
96 255 0  
64 255 0  
32 255 0  
0 255 0 ZELENA 
0 255 36  
0 255 73  
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0 255 109  
0 255 146  
0 255 182  
0 255 219  
0 255 255 SINJA 
0 227 255  
0 198 255  
0 170 255  
0 142 255  
0 113 255  
0 85 255  
0 56 255  
0 28 255  
0 0 255 MODRA 
32 0 255  
64 0 255  
128 0 255  
160 0 255  
192 0 255  
224 0 255  
255 0 255 ŠKRLATNA 
255 32 255  
255 64 255  
255 96 255  
255 128 255  
255 160 255  
255 192 255  
255 224 255  
255 255 255 BELA 
255 224 224  
255 192 192  
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255 160 160  
255 128 128  
255 96 96  
255 64 64  
255 32 32  
 
