to a wider community and, at the same time, create better designs through advanced tool support. Furthermore, our approach can be extended to adjacent segments of medical technology, such as wearable monitoring systems and implantable healthcare devices.
Background
The first clinical case of WCE was reported in 2000 [1] . The platform was commercialized one year later by Given Imaging, Ltd. Since then, more than 1.5 million endoscopic capsules have been used worldwide. An endoscopic capsule consists of an external biocompatible shell, typically the size of a large antibiotic pill (11 mm in diameter, 26 mm in length), a camera, a control and communication unit, and an energy source. Antennas are placed on the patient to receive wireless data, and the camera images are stored on the device for the doctor to review upon completion of the procedure.
WCE has become the gold standard for the diagnosis of diseases in the small intestine where biopsies and active locomotion are of little importance. As for the large intestine, in February 2014, the U.S. Food and Drug Administration approved the Given Imaging PillCam Colon for incomplete colonoscopies [13] (i.e., if the endoscopist fails to visualize the entire colon via standard colonoscopy, the patient can be referred to WCE), but not for colorectal cancer screening. During a colonoscopy, it is ideal for the endoscopist to be able to maneuver the camera view in order to further explore suspicious lesions. Current capsules lack this capability since they only move by peristalsis. In addition, capsules also lack the ability to interact with the gastrointestinal tissue. In order to replace colonoscopy in colorectal cancer screening, future capsules must be able to move under the control of an external operator and be able collect biopsy samples and clip polyps.
To address these limitations, researchers are currently pursuing a broad range of innovative MCR designs. While a selection of significant MCRs is presented in Figure 1 and described in this section, the interested reader can refer to a number of recent review papers [14] - [16] for a broader overview of the field.
To date, the most active field of research in MCR has been active locomotion. Legs can propel a camera pill forward and backward inside the colon, while at the same time enlarging the lumen to provide adequate visualization. The capsule presented in Figure 1a includes two direct current (dc) brushless motors, magnetic encoders, a vision system, and a wireless microcontroller to crawl forward and backward inside the colon [5] . In order to adapt MCRs to perform upper gastrointestinal endoscopy, the stomach can be filled with water to provide a large open space ideal for inspection by a submarine-like capsule as the one presented in Figure 1b . This capsule uses four independent propellers actuated by embedded dc brushed motors, and its speed and direction can be controlled via wireless communication with a joystick [6] . In this case, the signal coming from an embedded accelerometer can be used to balance the capsule thrust direction by controlling (via pulse width modulation) the rotational speed of each of the four motors.
The legged and submarine-like capsules both have actuators onboard. This increases the complexity of the MCRs and requires space onboard for the actuators and the power source to operate them. An alternative solution that addresses these limitations consists in magnetic coupling between a permanent magnet inside the MCR and a controllable source of magnetic field external to the patient. MCRs that leverage magnetic coupling for active manipulation are presented in Figure 1c and d.
The MCR in Figure 1c contains a permanent magnet, magnetic field sensors, and a triaxial accelerometer to enable position and orientation detection via the use of a computationally efficient magnetic field model [7] , [17] . A wireless microcontroller embedded onboard acquires data from the sensors and sends them to the external unit, which computes the necessary external magnet motion to achieve the desired internal capsule motion. The main disadvantage of pure magnetic locomotion is the lack of ability to distend tissue away from the capsule in order to enable the capsule to move or to improve visualization of the entire intestine surface. To address this, a hybrid legged-magnetic approach was pursued in [8] , where the MCR had a single set of actuated legs, along with simultaneous external magnetic locomotion, as shown in Figure 1d . Limiting the use of the onboard mechanism to situations where external locomotion is not effective reduces the power consumed by the capsule, extending battery lifetime. A similar hybrid solution was proposed in [9] , where magnetic coupling worked in synergy with the compliant body of the MCR to achieve locomotion and localized drug delivery. This capsule, presented in Figure 1e , can be used to deliver bacteria like micropropelled robotic swarms [18] , which can be used to perform massively parallel tasks and access smaller spaces that are out of reach for larger MCRs. A different approach to drug delivery was proposed in [10] , where an onboard brushless dc motor was used to stabilize the capsule and deploy the drug (Figure 1f ). The anchoring mechanism can resist peristaltic pressure through the deployment of an integrated holding mechanism and targeted drug delivery is possible through the activation of a needle which can be positioned in a 360 envelope.
The first capsule that can carry out a surgical intervention was proposed in [11] for controlled release of a surgical clip that can stop localized bleeding in the colon. This MCR (Figure 1g ) uses embedded permanent magnets, enabling external locomotion via magnetic fields, and a preloaded clip, which can be fired by the action of a miniature integrated dc brushless motor, based on a wireless command.
Besides active locomotion and tissue interaction, MCR localization is a relevant research stream in the field. The position of the MCR can be used for diagnostic purposes (i.e., to associate a position inside the gastrointestinal tract to a lesion identified by the capsule) or for controlled manipulation (i.e., if the MCR position is known, more effective locomotion strategies can be implemented). An example of the latter is the MCR in Figure 1h , which integrates magnetic field sensors and a wireless microcontroller to inform magnetic manipulation obtained via an externally controlled source [12] . The vast majority of the MCR developed thus far, including the ones in Figure 1 , share the same crosscutting constraints such as: 1) sizeVideally, a capsule device should be small enough to swallow or to enter natural orifices without requiring a dedicated incision; 2) power consumptionVgiven the limited space available onboard, energy is limited; 3) communication bandwidthVwireless signals must be transmitted through the human body with sufficient data rate; 4) fail-safe operationV since the device is deep inside the human body, medical personnel has no direct access to it; and 5) effective interaction with the target site according to the specific functions the device is required to fulfill.
Given these constraints, it is possible to abstract a general system architecture for an MCR, consisting of 1) a central processing unit (CPU) that can be programmed by the developer to accomplish a specific task; 2) a communication submodule that links the device with user intent; 3) a source of energy that powers the system; and 4) sensors and 5) actuators, both of which interact with the surrounding environment to accomplish one or more specific tasks. It is also desirable for the designers to have a model of the environment in order to predict the effectiveness of the design in accomplishing a specific task.
Approach
Based on the identified crosscutting constraints, we have developed a modular hardware with specific components of the generic MCR architecture that can be added, removed, customized, and interchanged as needed. On the software sideV building on a low-footprint execution frameworkVwe provide a component-based MCR library using strong encapsulation, well-defined interfaces, and scalable integration mechanisms, all supported by a modelbased design environment.
To support the research community in adopting and using the integrated design environment, all the material developed by the authors is open source and available online at pillforge.github.io. This repository contains all the modules presented in this paper, including their bill of materials (BOM), schematics, fabrication files, computer-aided design (CAD) models, as well as code examples and the documentation on how to use the proposed environment. The public code repository also contains the sources of the complete web-based design environment. In addition, the repository contains the source code of the design environment with a description of how to run and use it locally. For the ease of use, we also provided the Docker-container-based deployment of the project.
Hardware overview
Each of the hardware modules developed to date targets one of the five major subsystems of MCRs, i.e., computation, wireless communication, power management, sensing, and actuation. A list of the developed hardware modules and their capabilities is provided in Table 1 . A versatile communication and power distribution backbone is provided by a flexible circuit board with multiple connectors for greatly reducing the time needed to assemble MCR prototypes. Beyond our continuously expanding set of modules, we encourage novel contributions from the wider research community by publishing relatively simple design rules and interface specifications on our web-based repository. 
Computation
The CPU handles local computation, sensor management, and other housekeeping tasks of the MCR. It must be small enough in size to be embedded into the capsule, and must operate in low-power modes to maximize the lifetime of the device, with built-in support for directly interfacing with various sensors, actuators, and wireless transceivers.
Our initial CPU module is based on the fifthgeneration MSP430 from Texas Instruments. The developed miniaturized board has a diameter of 10.6 mm and a thickness of 1.6 mm. A dedicated serial peripheral interface (SPI) busVavailable through a miniature connector on top of the CPU moduleVis used with the wireless modules. This connector enables developers to choose from alternative radio technologies and frequency bands according to the needs of the application. Additional SPI and interintegrated circuit (I2C) buses on the flexible circuit are used to interface with sensor and actuator modules.
Wireless communication modules
Many MCR applications require a wireless communication channel for transmitting information from inside the human body. This communication must often be performed with relatively high data rates for real-time applications with transmission power bound to medically safe limits. Sub-1-GHz carriers with lower energy absorption rates in human tissues are the most suitable for medical devices [19] . However, as shown in [19] , a 2.4-GHz carrier, which is used in ZigBee and Bluetooth applications, can be adopted for intrabody data communication as well. Our platform supports both bands and could enable data communication between smartphones or tablets and the MCR.
Power management module
The power management module provides regulated power from the battery to the rest of the hardware modules. This module integrates a low dropout (LDO) to supply a single fixed 3.3-V power rail. It can also charge and monitor the state of the battery.
Sensing modules
Sensing modules implemented thus far consist of commercially available small package digital or analog sensors such as accelerometers, gyroscopes, pressure sensors, and Hall-effect sensors. In general, any sensor with a digital interface (SPI or I2C) operating at a maximum voltage of 3.3 V can be physically connected to the microcontroller (MCU) and be accessed by the software. Similarly, analog sensors can be connected to analog-to-digital converter (ADC) channels of the MCU or to external ADC devices with digital interfaces to the MCU.
Actuation modules
Actuation modules provide multiple digital interfaces [e.g., pulse width modulation (PWM), general purpose I/O (GPIO)] for utilizing both brushed (BDCC) or brushless (BSLDCC) dc motor controllers. These modules have been designed to enable internal active locomotion or to actuate internal mechanisms of capsules endoscope such as the ones presented in Section II.
The flexible circuit backbone and the base station
Connectivity between the modules is achieved with a flexible circuit as shown in Figure 2 , on which modules are mounted before being folded to form the body of the MCR. The flexible circuit has a width of 10.4 mm and a length of 72.5 mm and can be folded down to a 14-mm length when all slots are populated. The backbone can host up to five different modules using 30-pin miniature connectors. The central connector is dedicated for the CPU module, while the other four slots accept arbitrary modules, thus providing extreme flexibility to the designer. Data connectivity is achieved by sharing SPI, I2C, ADC inputs, and GPIOs with the CPU. To prevent damages caused by incorrect mounting of the modules, the flexible circuit has been designed with power and ground connections mirrored on each side of the connector. The platform comes with a base station that is used to exchange data wirelessly between the MCR and the user interface. In addition, it mirrors the architecture of the flexible circuit making it possible to program, test, and debug all modules before their integration into a miniature device. The documentation related to the base station is available in the online repository.
Software design environment
Current software development practices for MCRs are based on low-level languages (C and assembly) to implement bare metal applications. These typically run directly on top of the hardware with no operating system support. Debugging and fine-tuning hand-crafted applications is time consuming, error prone, and requires deep expertise with limited opportunities for effective code reuse. Just as a component-based approach on the hardware side is beneficial, it alleviates many of these problems on the software side as well. TinyOS [20] is a configurable modular operating system that was specifically designed for such resource constrained platforms as wireless sensor networks (WSNs). Since MCRs share many of their characteristics with WSNs, such as power, size, and other severe resource constraints, TinyOS is a natural choice for this domain as well. TinyOS has a notion of the software component, which is an encapsulation of software functionality that exposes well-defined interfaces to other components. Applications in TinyOS are composed of components which are ''wired'' together with other components through their interfaces. In addition to TinyOS core components, users can define other application-specific or reusable middleware components. Hardware components are also supported by driver-level TinyOS components. Another key property of TinyOS is that only the components that are actually used in the application become part of the executable code.
The goal of our project is to open up the area of MCRs to people who are not embedded hardware and software experts. The component-based approach on both the hardware and software sides goes a long way toward that goal. However, we believe that the current level of abstractionVi.e., the TinyOS component modelVcan and should be raised to reach our goal. We advocate a high-levelV primarily visualVdesign environment similar to Simulink or Labview. An intuitive graphical domainspecific representation, the corresponding user interface, and an automatic code generation significantly lower the barrier of entry into MCRs.
However, creating sophisticated and user-friendly design environments from scratch is a costly and long endeavor. Instead, we applied a configurable graphical environment called Web-Based Generic Modeling Environment (WebGME) [21] . WebGME supports collaborative modeling similar to Google Docs and the models are stored in a version controlled database in the cloud. For the MCR domain, we defined a modeling language that captures both the hardware and software components as well as their interconnection. This language allows users to create TinyOS software components within the visual environment. Furthermore, since the TinyOS code base has been automatically imported, the users can browse existing components as well and model the entire application. We developed a custom visualization module that shows the graphical view of the modular TinyOS application side by side with the code view, as presented in Figure 3 . A change in either view is reflected in the other. The TinyOS development tools run in the cloud, so there is no need to install the toolchain on the user's computer. All that is needed is a browser and a network connection.
An application example: The propeller-based swimming capsule
While most of the MCR developed to date can be replicated by combining the existing modules or by creating new ones, in this section, we provide a concrete example by redesigning a submarine-like capsule with the proposed design environment. This MCR is similar in functionality to the custom-built capsule in [6] and embeds 6DAG, BDCC, CPU, and wireless communication modules (see Table 1 ), four dc motors, and a 50-mAh battery. The shell of the capsule and the propellers are made by rapid prototyping. The assembled MCR resulted in an overall length of 42 mm and a diameter of 12.5 mm. Figure 4 shows the assembled prototype. Figure 3 shows the component visualization and source code views of the TinyOS application used in the capsule. Boxes in the visual editor represent TinyOS components, which can themselves be composed of other components. Users can navigate through the hierarchical structure of component compositions by double clicking into the boxes. A blue arrow in the figure designates a ''wiring, '' which is a TinyOS language construct used to map a function call inside one component to a function definition in another component. Custom components can be created using the code editor, which simplifies component creation by allowing the user to focus on essential parts of the code while automatically generating all other boilerplate codes.
This application acquires accelerometer and gyroscope measurements from the LSM330DLC component using the standard Read interface at a sampling rate set using the Timer1 component. Sensor data are sent using standard TinyOS interfaces (AMSend and Receive) to the base station, which responds with an actuation command. Wireless communication between the base station and the miniature MCR is achieved with the 433-MHz transceiver module. Based on the content of the actuation command, the application drives the four motors with varying duty cycles using the Actuate interface exposed by each motor component. The Timer2 component is used to turn off the motors after the period of time specified in the actuation command. 
Future work
Regarding the hardware, future work will aim to extend the library to include additional microprocessors, sensor and actuator modules, and wireless transceivers implementing different communication protocols and carrier frequencies (e.g., low-power Bluetooth). In particular, the authors are exploring to extend the proposed platform to ARM Cortex microprocessors (e.g., the CC2650 from Texas Instruments). This module consists of a 2.4-GHz radio and a high-performance ARM CPU, which will further reduce the folded capsule size. Other devices that integrate similar CPUs and other wireless communication protocols will be made available in the future.
On the software side, the application of TinyOS and the corresponding web-based design environment was a significant step toward developing reusable software components and composing embedded applications on resource constrained hardware platforms. However, the scope of the visual representation is limited to the static structure of software artifacts: temporal behavior, energy and resource consumption, and hardware dependencies are hidden or implicit in the model. Providing analysis, validation and verification tools in these domains require more detailed, multifaceted models to be built. However, continuous refinement of the visual language is one of the strengths of the underlying configurable framework.
As part of our ongoing efforts, we are developing a state-machine-based representation for the module components where designers can easily reason about potential application states and valid transitions with corresponding triggering events. This feature will help the designers to develop and modify their applications rapidly and will provide a highlevel view of the application's logic in one place. Currently, the same information is hidden across several functions and is spread over multiple source files. Moreover, we are developing a higher level modeling abstraction, where instead of building from fine-grained TinyOS components, an MCR application is created by selecting and configuring a handful of composite features, such as wireless communication, imaging, self-propelled movement, or self-localization. Such larger design partitions include prebuilt templates of TinyOS components, optional surrogate simulation models, hardware dependencies (concrete hardware modules and their placement on the flexible circuit board), power profile, and application level interfaces. Our goal with the higher abstraction level and coarse-grained modules is to provide a truly intuitive and rapid design-space exploration tool with analysis, simulation, and synthesis capabilities. Note that, in contrast with the lower level more generic TinyOS component model, these modeling abstractions will target MCRs and our hardware ecosystem specifically.
IN THIS WORK, we have introduced the first steps
toward an open architecture and supporting design environment for MCR. The goal is to speed up the creation of the next generation of MCRs by leveraging an extensible library of hardware and software modules using an interactive web-based graphical environment. The designerVwhether an expert or a novice in embedded systemsVwill be able to focus on selecting predesigned modules and programming the MCR to fulfill a specific task, rather than designing, fabricating, and connecting together miniature electronic boards. This will speed up the time-to-prototype, reducing the gap from concept to experimentation.
The main downside of a modular approach, however, is that a system made of modules is not optimized for the particular application, and it usually causes overall an increase of the system size if compared to a custom device. The best course of action for MCR designers would therefore be to validate their hypotheses and preliminary designs using the proposed platform, and then move to a custom approach as soon as they are satisfied with the results. At that stage, compliance with regulatory standards and guidelines (e.g., IEC 60601) must also be addressed.
The proposed approach for rapid prototyping of capsule robots follows the ''democratization'' of embedded systems promoted by the introduction of Arduino and other open source platforms, and lends itself to adoption well beyond medical research. In particular, we plan to release a simplified version of our architecture that can be adopted by pre-college students and by the growing number of tech enthusiasts from the maker movement. While it is too soon to speculate on the broader implications of the adoption of our approach, we hope that lowering the barriers to the design of new medical capsule robots will lead to a day when colorectal cancer screening will be as easy as swallowing a capsule. 
