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Περίληψη 
 
Η παρούσα εργασία πραγµατεύεται την οπτικοποίηση προβληµάτων σχεδίασης και 
σχετικών αναδοµήσεων. Η διερεύνηση του θέµατος στηρίχθηκε κατά κύριο λόγο σε µια 
σειρά άρθρων, ηλεκτρονικών περιοδικών και βιβλίων, ενώ για την υλοποίηση των 
οπτικοποιήσεων χρησιµοποιήθηκαν τα εργαλεία EMF (Eclipse Modeling Framework), 
MDT/UML2 (Model Development Tools/ Unified Modeling Language) και GEF 
(Graphical Modeling Framework). 
 
Πιο αναλυτικά, σε πρώτη φάση παρέχεται µια επισκόπηση του Eclipse και του EMF ενώ 
γίνεται λόγος για την UML2 και τις τεχνικές επέκτασής της. Ακολουθεί µια συνοπτική 
περιγραφή του Draw2D , το οποίο αποτελεί το σχετικό µε την κατασκευή δισδιάστατων 
γραφικών τµήµα του GEF. Στη συνέχεια,  παρουσιάζεται η αρχιτεκτονική του GEF, οι 
χρησιµοποιούµενοι µηχανισµοί για την γραφική αναπαράσταση και επεξεργασία ενός 
µοντέλου αλλά και ο τρόπος µε τον οποίο τα διαγράµµατα του GEF ενσωµατώνονται στο 
περιβάλλον του Eclipse. Ακόµη, γίνεται αναφορά στο GEF3D που αποτελεί επέκταση του 
GEF µε στόχο την δηµιουργία τρισδιάστατων οπτικοποιήσεων αλλά και το 
GMF(Graphical Modeling Framework) το οποίο αποσκοπεί στο να διευκολύνει τη 
χρησιµοποίηση του GEF σε συνδυασµό µε το EMF. Ακολούθως, παρατίθενται ορισµένες 
από τις προσεγγίσεις που έχουν προταθεί στην βιβλιογραφία σχετικά µε την οπτικοποίηση 
προβληµάτων σχεδίασης και αναδοµήσεων. Τέλος, περιγράφονται οι οπτικοποιήσεις που 
κατασκευάστηκαν για το εργαλείο εντοπισµού προβληµάτων σχεδίασης, JDeodorant. 
Ειδικότερα, στα πλαίσια της εργασίας αυτής, οπτικοποιούνται οι αναδοµήσεις που επιλύουν 
προβλήµατα σχεδίασης της κατηγορίας Ζήλια Ιδιοτήτων(Feature Envy) και Έλεγχος 
Τύπων(Type Checking). Επιπλέον, παρέχεται µια συνολική άποψη του τρόπου µε τον οποίο 
κατανέµονται οι "κακές οσµές" της κατηγορίας Μεγάλη Μέθοδος(Long Method) στις κλάσεις 
που ανήκουν στο ίδιο πακέτο λογισµικού. 
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Abstract 
 
The present work deals with the visualization of bad smells and corresponding refactorings. 
The investigation of the subject was based in a series of articles, electronic magazines and 
books, while the visualizations were implemented using the frameworks EMF (Eclipse 
Modeling Framework), MDT/UML2 (Model Development Tools/Unified Modeling 
Language) and GEF (Graphical Modeling Framework). 
  
More analytically, at first we provide a review of Eclipse and EMF and we mention 
techniques for extending UML2. Next, we give a concise description of Draw2D, which 
constitutes the subsection of GEF that is responsible for rendering two-dimensional 
graphics. In the chapter that follows, we show the architecture of GEF, the used 
mechanisms for the graphical representation and editing of a model but also the way the 
GEF diagrams are integrated into the Eclipse platform. Furthermore, we introduce: 1) 
GEF3D which enhances GEF enabling the creation of three-dimensional visualizations and 
2) GMF (Graphical Modeling Framework) whose goal is to form a generative bridge 
between EMF and GEF. Also, we present several of the approaches that have been 
proposed in the bibliography with regard to the visualization of bad smells and 
refactorings. Finally, we describe the visualizations that were developed for JDeodorant, a 
tool that identifies code smells and suggests the appropriate refactorings that resolve them. 
More specifically, in this work, we visualize the refactorings that resolve the design 
problems “Feature Envy” and “Type Checking” and we provide an overview of the 
distribution of the “Long Method” bad smells within a software package. 
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1 Εισαγωγή 
 
Τα τελευταία χρόνια έχουν προταθεί αρκετές αρχές σχεδίασης κυρίως µε τη µορφή 
προτύπων ή ευρετικών κανόνων. Ωστόσο, ακόµη και η καλύτερη σχεδίαση υποβαθµίζεται 
µε την πάροδο του χρόνου σαν συνέπεια των αλλαγών στις απαιτήσεις του λογισµικού. Η 
πτώση της ποιότητας του κώδικα εµφανίζεται µε τη µορφή “κακών οσµών” (bad smells),  
η επίλυση των οποίων επιτυγχάνεται εφαρµόζοντας τεχνικές γνωστές ως 
αναδοµήσεις(refactorings). Σε γενικές γραµµές, η ποιότητα της σχεδίασης του λογισµικού 
επηρεάζει τόσο την κατανοησιµότητά του όσο και την απαιτούµενη προσπάθεια που 
καταβάλλεται για τη συντήρηση του λογισµικού στη διάρκεια της ζωής του και κατ’ 
επέκταση το κόστος του. 
 
Παρόλα αυτά, τα προβλήµατα σχεδίασης συχνά εκλαµβάνονται ως λιγότερο σηµαντικά σε 
σύγκριση µε πιο πιεστικά ζητήµατα όπως η διόρθωση σφαλµάτων και η προσθήκη νέων 
δυνατοτήτων στο λογισµικό. Σαν αποτέλεσµα, αφιερώνονται ελάχιστοι πόροι για την 
εξέταση της ποιότητας του κώδικα και τη διόρθωση πιθανών προβληµάτων. Επιπλέον, η 
αναγνώριση και κατανόηση των οσµών στον κώδικα µπορεί να είναι δύσκολο έργο για δύο 
λόγους: 
1) οι αρχάριοι προγραµµατιστές ενίοτε δεν είναι σε θέση να εντοπίσουν οσµές όπως οι 
πεπειραµένοι προγραµµατιστές. 
 
2) ακόµη και οι έµπειροι προγραµµατιστές είναι πιθανό να µην παρατηρήσουν όλες τις 
οσµές , καθώς η λεπτοµερής εξέταση του κώδικα µε στόχο την ανίχνευση οσµών αποτελεί 
χρονοβόρα και κουραστική διαδικασία. 
 
Είναι λοιπόν επιθυµητή η αντικατάσταση του δαπανηρού ανθρώπινου παράγοντα µε πιο 
αυτοµατοποιηµένες µεθόδους εύρεσης ατελειών στο λογισµικό. Προς την κατεύθυνση 
αυτή έχουν προταθεί αρκετά εργαλεία ώστε να υποβοηθήσουν τους προγραµµατιστές στην 
αξιολόγηση της ποιότητας του πηγαίου κώδικα, ενώ αρκετά από αυτά χρησιµοποιούν 
οπτικοποιήσεις για την παρουσίαση των αποτελεσµάτων. 
 
Στην παραπάνω κατηγορία εργαλείων ανήκει και το JDeodorant, το οποίο έχει υλοποιηθεί 
ως plug-in για την πλατφόρµα του Eclipse. Πιο συγκεκριµένα, το JDeodorant πέρα από τον 
αυτόµατο εντοπισµό προβληµάτων σχεδίασης τύπου Ζήλια Ιδιοτήτων (Feature Envy) , 
Μεγάλη Μέθοδος (Long Method ) και Έλεγχος Τύπων (Type-Checking) , επιτρέπει την 
εφαρµογή των αναδοµήσεων που επιλύουν τα παραπάνω προβλήµατα σε πηγαίο κώδικα 
Java. Η προσέγγιση του JDeodorant µπορεί γενικά να θεωρηθεί ηµιαυτόµατη µε την έννοια 
ότι η απόφαση για το αν µια πρόταση αναδόµησης θα γίνει αποδεκτή ή όχι επαφίεται στον 
τελικό χρήστη. Επιπρόσθετα, το εργαλείο ταξινοµεί τις προτεινόµενες αναδοµήσεις 
σύµφωνα µε ένα σύνολο από ποσοτικά χαρακτηριστικά, υποβοηθώντας µε τον τρόπο αυτό 
τον χρήστη να εκτιµήσει την αναµενόµενο αντίκτυπο των προτάσεων αναδόµησης στην 
ποιότητα της σχεδίασης του λογισµικού.  
 
Σηµαντικό ρόλο στην ευρεία αποδοχή των εργαλείων εντοπισµού προβληµάτων σχεδίασης 
διαδραµατίζει η γραφική παρουσίαση των προβληµάτων αυτών ή και των προτεινόµενων 
αναδοµήσεων ώστε ο σχεδιαστής να µπορεί εύκολα να αντιληφθεί τη θέση και την ουσία 
του προβλήµατος καθώς και τις µεταβολές που θα επέλθουν στο σύστηµα ως αποτέλεσµα 
της εφαρµογής της σχετικής αναδόµησης. Επιπλέον, αρκετοί µηχανικοί λογισµικού δεν 
είναι εξοικειωµένοι µε τις λεπτοµέρειες των πιο εξεζητηµένων προβληµάτων σχεδίασης 
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και των αντίστοιχων αναδοµήσεων. Κατά συνέπεια, ο ρόλος των οπτικοποιήσεων µπορεί 
να θεωρηθεί εν µέρει εκπαιδευτικός. 
 
Ο σκοπός της παρούσας εργασίας είναι η διερεύνηση τεχνικών και εργαλείων για την 
οπτικοποίηση συγκεκριµένων "κακών οσµών" και αναδοµήσεων καθώς και η υλοποίηση των 
τεχνικών αυτών στα πλαίσια του εργαλείου JDeodorant. Ειδικότερα, οι παραπάνω τεχνικές 
έχουν υλοποιηθεί αξιοποιώντας την πλατφόρµα του Eclipse και συγκεκριµένα το Eclipse 
Modeling Framework (ΕΜF) , το MDT/UML2(Model Development Tools / Unified Modeling 
Language) και το Graphical Editing Framework (GEF). Πιο αναλυτικά, το EMF 
χρησιµοποιείται για την κατασκευή ενός µοντέλου, το οποίο περιγράφει τις αναδοµήσεις και 
τα προβλήµατα σχεδίασης που πρόκειται να οπτικοποιηθούν. Το κατασκευαζόµενο µοντέλο 
EMF ενθυλακώνει κλάσεις του µεταµοντέλου της UML2, τις οποίες ενισχύει µε πρόσθετες 
ιδιότητες και µεθόδους. Στη συνέχεια το GEF και κατά βάση το framework Draw2D που 
εµπεριέχεται σε αυτό συντελεί στην γραφική αναπαράσταση του µοντέλου. 
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2 Eclipse 
 
2.1 Γενικά 
 
Το Eclipse είναι ένα έργο λογισµικού ανοιχτού κώδικα, το οποίο αποσκοπεί στο να 
προσφέρει µια πλατφόρµα εργαλείων στενά συνδεδεµένων µεταξύ τους. Η διαδικασία 
ανάπτυξης του Eclipse επιβλέπεται από τον ανεξάρτητο, µη κερδοσκοπικό οργανισµό 
Eclipse Foundation, µέλη του οποίου αποτελούν περισσότερες από εκατό εταιρίες αλλά και 
ανεξάρτητοι προγραµµατιστές (Steinberg, Budinsky, Paternostro, & Merks, 2009).  
 
Το Eclipse διαιρείται σε πολυάριθµα έργα, συµπεριλαµβανοµένων των Eclipse Project και 
Modeling Project. Από αυτά, το Eclipse Project περιλαµβάνει τα στοιχειώδη συστατικά 
που απαιτούνται για την ανάπτυξη κώδικα µε τη χρήση του Eclipse και διατίθεται µε την 
ονοµασία  Eclipse Software Development Kit (SDK). Σε ό,τι αφορά το Modeling Project, 
στον πυρήνα του βρίσκεται το EMF, ενώ µια σειρά από άλλα υπο-έργα βασισµένα στο 
EMF, παρέχουν δυνατότητες όπως µετασχηµατισµούς µοντέλων, ολοκλήρωση µε βάσεις 
δεδοµένων και παραγωγή γραφικών editor.  
 
2.2 Η αρχιτεκτονική του Eclipse 
 
Στο  Eclipse, η βασική µονάδα λειτουργικότητας ονοµάζεται πρόσθετο (plug-in).  Τόσο η 
ίδια η πλατφόρµα του Eclipse όσο και τα εργαλεία που την επεκτείνουν απαρτίζονται από 
πρόσθετα. Κάθε πρόσθετο προσφέρει λειτουργικότητα η οποία µπορεί να κληθεί από τον 
χρήστη ή να επαναχρησιµοποιηθεί και να επεκταθεί από άλλα πρόσθετα.  
 
Η πλατφόρµα εκτέλεσης του Eclipse ονοµάζεται Equinox και είναι υπεύθυνη για τον 
εντοπισµό και την εκτέλεση των πρόσθετων καθώς και για τη διαχείριση του κύκλου ζωής 
τους. Επίσης, διαχειρίζεται τις εξαρτήσεις ανάµεσα στα πρόσθετα, ενώ µπορεί να φορτώνει 
ταυτόχρονα διαφορετικές εκδόσεις του ίδιου πρόσθετου. Αν και το Equinox αποτελεί 
θεµέλιο λίθο του Eclipse, ουσιαστικά πρόκειται για µια πλήρως αυτόνοµη υλοποίηση της 
προδιαγραφής OSGi R4.  
Το µοντέλο της προδιαγραφής OSGi καθιστά δυνατή την ενεργοποίηση, την 
απενεργοποίηση, την ενηµέρωση και την απεγκατάσταση υπαρχόντων συστατικών και 
υπηρεσιών καθώς και την εγκατάσταση νέων συστατικών / υπηρεσιών δυναµικά(χωρίς να 
απαιτείται η επανεκκίνηση της εφαρµογής). Η µικρότερη αυτοτελής µονάδα στο OSGi 
είναι το bundle, ενώ οι όροι plugin και bundle είναι σχεδόν εναλλάξιµοι. Το Equinox 
επεκτείνει την έννοια των bundles εισάγοντας την έννοια των σηµείων επέκτασης 
(extension points)  (Vogel, 2011), τα οποία θα περιγράψουµε στην επόµενη ενότητα. 
 
Το ελάχιστο σύνολο από πρόσθετα που απαιτούνται για τη δηµιουργία µιας εφαρµογής – 
πελάτη είναι γνωστό ως RCP (Eclipse Rich Client Platform). ∆εδοµένου ότι η υποδοµή του 
Eclipse χρησιµοποιείται πλέον για τη δηµιουργία εφαρµογών τόσο στην πλευρά του 
πελάτη όσο και στην πλευρά του εξυπηρετητή, αυτή χαρακτηρίζεται επίσης µε τον όρο 
Eclipse Application Framework (EAF). 
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2.3 Η δοµή ενός τυπικού πρόσθετου (plug-in) 
 
Ένα τυπικό πρόσθετο, περιέχει καθετί που είναι απαραίτητο για την ορθή εκτέλεσή του. 
Έτσι, πέρα από τα αρχεία java και τις εικόνες που χρησιµοποιούνται από αυτό, ένα 
πρόσθετο (plug-in) περιλαµβάνει και τα ακόλουθα δύο αρχεία: 
 
1) META-INF/MANIFEST.MF: Πρόκειται για ένα αρχείο όπου καθορίζονται µεταξύ 
άλλων ιδιότητες οι οποίες συνδέονται µε την ταυτότητα του πρόσθετου, όπως η έκδοση 
(Bundle-Version) ή το αναγνωριστικό του (Bundle-SymbolicName) καθώς και οι 
εξαρτήσεις του από άλλα πρόσθετα. 
 
Manifest-Version: 1.0 
Bundle-ManifestVersion: 2 
Bundle-Name: JDeodorant Plug-in 
Bundle-SymbolicName: gr.uom.java.jdeodorant; singleton:=true 
Bundle-Version: 1.0.0 
Bundle-Activator: gr.uom.java.jdeodorant.refactoring.Activator 
Bundle-Localization: plugin 
Require-Bundle: org.eclipse.ui, 
                org.eclipse.jdt.core 
………………………………………………………………………………………………………………… 
 
Ο µηχανισµός φόρτωσης των πρόσθετων (plug-in loader) αρχικοποιεί έναν διαφορετικό 
class loader για κάθε πρόσθετο και χρησιµοποιεί τη δήλωση Require-Bundle1 του αρχείου 
MANIFEST.MF προκειµένου να εξακριβώσει ποια άλλα πρόσθετα(και συνεπώς ποιες 
κλάσεις ) θα είναι ορατά σε αυτό κατά το χρόνο εκτέλεσης. Σύµφωνα µε το παραπάνω 
παράδειγµα η ορθή εκτέλεση του plug-in προϋποθέτει την ύπαρξη µεταξύ άλλων των 
πρόσθετων org.eclipse.ui και org.eclipse.jdt.core σε οποιασδήποτε έκδοση. Εάν 
κάποιο από τα απαιτούµενα πρόσθετα δεν είναι φορτωµένο, τότε δεν είναι δυνατή η 
φόρτωση του υπό εξέταση πρόσθετου. Γενικά, κάθε πρόσθετο θεµελιώνεται πάνω σε ένα ή 
περισσότερα βασικά πρόσθετα τα οποία υπάρχουν ενσωµατωµένα στο Eclipse.  
 
Σε αντιδιαστολή µε τη δήλωση Require-Bundle  η οποία περιλαµβάνει ονόµατα 
πρόσθετων, η δήλωση Import-Package συντελεί στον καθορισµό των ονοµάτων των 
πακέτων που απαιτούνται για την εκτέλεση του εκάστοτε πρόσθετου, διευκολύνοντας µε 
τον τρόπο αυτό την εναλλαγή ανάµεσα σε πρόσθετα που  παρέχουν την ίδια 
λειτουργικότητα. 
 
Από την άλλη, µια δήλωση τύπου Export-Package περιλαµβάνει µια λίστα διαχωρισµένη 
µε κόµµατα η οποία προσδιορίζει τα πακέτα κλάσεων του πρόσθετου που είναι 
διαθέσιµα(ορατά) σε άλλα πρόσθετα ως δηµόσιο API. Οι κλάσεις που δεν  εξάγονται µέσω 
του MANIFEST.MF δεν είναι ορατές σε άλλα πρόσθετα. 
 
Τέλος, κάθε πρόσθετο µπορεί να ορίσει προαιρετικά έναν plug-in activator (Bundle-
Activator), η κλάση του οποίου υλοποιεί εξορισµού τη διασύνδεση BundleActivator 
και περιέχει µεθόδους για την προσπέλαση στατικών πόρων στο εσωτερικό του πρόσθετου 
(για παράδειγµα εικόνες), την αρχικοποίηση και την ανάκτηση προτιµήσεων που 
σχετίζονται µε το συγκεκριµένο πρόσθετο καθώς και άλλων πληροφοριών κατάστασης 
                                                 
1
 Είναι σηµαντικό η δήλωση Require-Bundle να είναι συγχρονισµένη µε το classpath του project του 
πρόσθετου. 
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(Clayberg,  & Rubel, 2009). Εάν καθοριστεί ένας activator στο MANIFEST.MF του 
πρόσθετου, αυτός αποτελεί την πρώτη κλάση που ειδοποιείται για την φόρτωση του 
πρόσθετου (µέσω της µεθόδου start()) αλλά και την τελευταία κλάση που ειδοποιείται 
όταν το πρόσθετο πρόκειται να τερµατίσει τη λειτουργία του(µέσω της µεθόδου stop()). 
Σαν αποτέλεσµα επιτρέπεται η αποθήκευση και η επαναφορά πληροφοριών κατάστασης 
ανάµεσα σε διαφορετικές συνόδους του Eclipse. 
 
2) plugin.xml:  Αποτελεί ένα αρχείο σε µορφή XML όπου περιγράφονται οι διασυνδέσεις 
του πρόσθετου µε άλλα πρόσθετα µε τη µορφή επεκτάσεων (extensions) και σηµείων 
επέκτασης (extension points). 
 
• Σηµεία επέκτασης: Καθιστούν εφικτή την επέκταση της λειτουργικότητας ενός 
πρόσθετου από άλλα πρόσθετα µε ελεγχόµενο τρόπο. 
 
• Επεκτάσεις: Χρησιµοποιούν (υλοποιούν) σηµεία επέκτασης που προσφέρονται 
από άλλα πρόσθετα. 
 
Η ονοµασία του αρχείου JAR που αντιστοιχεί στο πρόσθετο προκύπτει από τη συνένωση 
του αναγνωριστικού του plug-in (ακολουθούµενη από µία κάτω παύλα) µε την έκδοση του 
(για παράδειγµα gr.uom.java.jdeodorant _1.0.0.jar). Το  JAR αυτό συνήθως 
τοποθετείται στον κατάλογο plugins της διαδροµής εγκατάστασης του Eclipse, ώστε να 
είναι δυνατός ο εντοπισµός και η φόρτωσή του. 
 
Αξίζει να σηµειωθεί ότι, το πρόσθετο δεν φορτώνεται έως ότου ο χρήστης χρειαστεί τη 
λειτουργικότητά του. Ειδικότερα, όταν το Eclipse εκκινεί για πρώτη φορά , εξετάζει 
καθέναν από τους καταλόγους που περιέχουν πρόσθετα και κατασκευάζει ένα εσωτερικό 
µοντέλο για την αναπαράσταση καθενός από τα εντοπιζόµενα πρόσθετα, εξετάζοντας 
αποκλειστικά τα αντίστοιχα αρχεία MANIFEST.MF. 
 
2.4 SWT (Standard Widget Toolkit) 
 
Πρόκειται για µια βιβλιοθήκη γραµµένη σε Java η οποία περιέχει στοιχεία γραφικής 
διεπιφάνειας (UI widgets) στενά συνδεδεµένα µε το υποκείµενο λειτουργικό σύστηµα,  
αλλά µε ένα ανεξάρτητο από το λειτουργικό σύστηµα API. Το SWT προσφέρει την 
υποδοµή για ολόκληρη την γραφική διεπαφή του Eclipse. 
 
2.5 JFace 
 
Το JFace αποτελεί µια εργαλειοθήκη υψηλού επιπέδου, η οποία έχει υλοποιηθεί µε τη 
χρήση του SWT. Παρέχει κλάσεις για την υποστήριξη συνηθισµένων προγραµµατιστικών 
εργασιών που σχετίζονται µε τη διεπιφάνεια χρήστη, όπως η διαχείριση εικόνων, 
γραµµατοσειρών και  πλαισίων διαλόγου αλλά και κλάσεις για την προβολή λιστών, 
δέντρων και πινάκων. Ένα άλλο ευρέως χρησιµοποιούµενο τµήµα του JFace είναι το 
action framework του, το οποίο συµβάλλει στη δηµιουργία εντολών και την προσθήκη 
αντίστοιχων ενεργειών σε µενού και εργαλειοθήκες (Steinberg, Budinsky, Paternostro, & 
Merks, 2009).  
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2.6 To Modeling Project 
 
Tο Eclipse Modeling Project είναι ένα σχετικά νέο έργο στο Eclipse. Σε αντίθεση, ο 
πυρήνας του έργου, το EMF(Eclipse Modeling Framework), υπάρχει για όσο διάστηµα 
υπάρχει και η ίδια η πλατφόρµα του Eclipse. Στις µέρες µας, το Modeling Project 
απαρτίζεται κατά κύριο λόγο από έργα που συνδέονται µε την ανάπτυξη µοντέλων και τις 
τεχνολογίες MDSD (Model-Driven Software Development) (Gronback ,2009). 
 
 
 
Εικόνα 2.6.1 : Η δοµή του Modeling Project 
Πηγή: Gronback  (2009) 
 
Ορισµένα από τα συστατικά στοιχεία του Modeling Project επεκτείνουν και 
συµπληρώνουν τις κεντρικές δυνατότητες του EMF.  Επίσης, το έργο EMF 
Technology(EMFT) έχει σαν αποκλειστικό σκοπό το να προσφέρει επεκτάσεις στην 
κεντρική λειτουργικότητα του EMF. Για παράδειγµα, το Teneo αποτελεί ένα έργο που 
ανήκει στο EMFT και προσφέρει δυνατότητα αποθήκευσης των µοντέλων του EMF σε 
σχεσιακές βάσεις δεδοµένων, χρησιµοποιώντας το Hibernate άλλα και το CDO.2  Όταν οι 
τεχνολογίες που αναπτύσσονται στα πλαίσια του έργου EMFT ωριµάσουν επαρκώς, 
µπορούν να ενσωµατωθούν στο EMF ή σε κάποιο άλλο έργο στα πλαίσια του Modeling 
Project , ή και να αποτελέσουν πλήρη έργα από µόνα τους (Gronback ,2009). 
 
Επιπλέον, το Modeling Project περιλαµβάνει υποέργα µε στόχο: 
• τον µετασχηµατισµό ενός µοντέλου σε ένα άλλο µοντέλο 
• την µετατροπή ενός µοντέλου σε κείµενο 
• τη δηµιουργία πλούσιων σε χαρακτηριστικά γραφικών editor (µε τη βοήθεια του 
GMF ) αλλά και κειµενογράφων (µε τη βοήθεια του ΤMF), διευκολύνοντας την 
διαδικασία δηµιουργίας και επεξεργασίας ενός µοντέλου. 
 
 
                                                 
2
 Πρόκειται για τεχνολογίες αντιστοίχισης αντικειµένων σε πίνακες µιας σχεσιακής βάσης δεδοµένων. 
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3 EMF (Eclipse Modeling Framework) 
 
3.1 Γενικά  
 
To EMF µπορεί να χρησιµοποιηθεί µε στόχο την κατασκευή ενός µοντέλου, το οποίο στη 
συνέχεια είναι δυνατό να αποτελέσει τη βάση για την ανάπτυξη οποιασδήποτε εφαρµογής 
Java.  
 
Ειδικότερα, τo EMF ενοποιεί τις τεχνολογίες Java, XML και UML, καθώς επιτρέπει τον 
ορισµό ενός µοντέλου σε οποιαδήποτε από τις παραπάνω µορφές , από την οποία είναι 
δυνατή στη συνέχεια η παραγωγή των υπολοίπων καθώς και των αντίστοιχων κλάσεων 
υλοποίησης.  
 
Πέρα από την ενίσχυση της παραγωγικότητας και της ποιότητας ως αποτέλεσµα της 
αυτόµατης παραγωγής κώδικα, η δηµιουργία µιας εφαρµογής µε τη χρήση του EMF 
προσφέρει και άλλα οφέλη, όπως ένα µηχανισµό ειδοποιήσεων αναφορικά µε µεταβολές 
του µοντέλου, δυνατότητα αποθήκευσης στιγµιότυπων του µοντέλου και ένα αποδοτικό 
API για τον χειρισµό αντικειµένων EMF µε γενικό τρόπο. Και το σηµαντικότερο είναι ότι 
το EMF παρέχει την υποδοµή για διαλειτουργικότητα µε άλλα (βασισµένα στο EMF) 
εργαλεία και εφαρµογές (Steinberg, Budinsky, Paternostro,  & Merks, 2009). 
 
Το EMF αποτελεί λογισµικό ανοιχτού κώδικα και είναι διαθέσιµο στη διεύθυνση 
http://www.eclipse.org/emf . Η τρέχουσα έκδοση του είναι η v2.6.1, ενώ απαραίτητη 
προϋπόθεση για την εγκατάσταση και χρήση του EMF αποτελεί η εγκατάσταση 
κατάλληλης έκδοσης της Java και του Eclipse.   
 
3.2 Το (µετα) µοντέλο Ecore 
 
Πρόκειται για ένα µοντέλο το οποίο περιγράφει µοντέλα EMF, ενώ το ίδιο το Ecore είναι 
ένα µοντέλο EMF. Συνεπώς η µοντελοποίηση στα πλαίσια του EMF συνίσταται 
ουσιαστικά στη δηµιουργία στιγµιότυπων για µοντέλα του Ecore. 
 
Ένα απλουστευµένο
3
 υποσύνολο του Ecore φαίνεται στην παρακάτω εικόνα: 
 
 
                                                 
3
 Για παράδειγµα, στην πραγµατικότητα, οι κλάσεις EClass, EAttribute και EReference κληρονοµούν 
από την κλάση ENamedElement, η οποία ορίζει την ιδιότητα name που εδώ εµφανίζεται στις ίδιες τις  
κλάσεις. 
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Εικόνα 3.2.1: Ένα απλουστευµένο υποσύνολο του Ecore 
Πηγή:  Steinberg et al.  (2009) 
 
Οι κλάσεις που απαιτούνται για την αναπαράσταση του µοντέλου Ecore είναι οι ακόλουθες 
(Steinberg et al., 2009): 
 
• EClass : παριστάνει µια κλάση του µοντέλου. Χαρακτηρίζεται  από ένα όνοµα, 
µηδέν ή περισσότερες ιδιότητες και µηδέν ή περισσότερες αναφορές σε άλλες 
κλάσεις. 
 
• EAttribute: αναπαριστά µια ιδιότητα του µοντέλου. Κάθε ιδιότητα διαθέτει ένα 
όνοµα και έναν τύπο. 
 
• EReference: αναπαριστά το ένα άκρο της συσχέτισης ανάµεσα σε δύο κλάσεις. 
Χαρακτηρίζεται από ένα όνοµα, µία ένδειξη για το κατά πόσο η αναφορά 
αναπαριστά µια σχέση περιεκτικότητας αλλά και έναν τύπο, ο οποίος αντιστοιχεί 
σε µια άλλη κλάση. 
 
• EDataType: αναπαριστά τον τύπο µιας ιδιότητας.  Μπορεί να είναι ένας βασικός 
τύπος όπως int ή float ή ένας τύπος αντικειµένου όπως java.util.Date. 
 
Σε γενικές γραµµές, το Ecore συνιστά ένα απλό και απλουστευµένο υποσύνολο της 
πλήρους UML. Ουσιαστικά αναφέρεται στο σχετικό µε το διάγραµµα κλάσεων υποσύνολο 
της UML. 
 
3.3 Τρόποι δηµιουργίας ενός µοντέλου EMF 
 
Προκειµένου να δηµιουργήσουµε ένα µοντέλο EMF, στο περιβάλλον εργασίας του Eclipse 
επιλέγουµε File->New->Project και στη συνέχεια EMF Project. Υπάρχουν οι εξής επιλογές 
ως προς την κατασκευή ενός µοντέλου EMF: 
 
3.3.1 ∆ηµιουργία µοντέλου EMF από µοντέλο της UML 
 
Στην περίπτωση αυτή υπάρχουν τρεις δυνατότητες(Steinberg et al., 2009): 
 
1) Απευθείας δηµιουργία και επεξεργασία του µοντέλου: Το EMF περιλαµβάνει έναν 
απλό editor όπου το µοντέλο απεικονίζεται µε τη µορφή δέντρου. Επίσης, το project Ecore 
Tools  παρέχει ένα γραφικό εργαλείο βασισµένο στους συµβολισµούς της UML, ενώ είναι 
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διαθέσιµες και άλλες επιλογές, όπως ο Ecore Editor της Topcased ή το EclipseUML της 
Omondo. 
 
2) Εισαγωγή από UML: Το EMF παρέχει υποστήριξη αποκλειστικά για το Rational Rose, 
ενώ το project UML2 ενισχύει το EMF µε τη δυνατότητα εισαγωγής µοντέλων της UML 
2.x. 
 
3) Εξαγωγή από UML: Στην περίπτωση αυτή η µετατροπή σε µοντέλο EMF(αρχείο 
τύπου Ecore XMI) υποστηρίζεται από το ίδιο το εργαλείο UML. 
 
3.3.2 ∆ηµιουργία µοντέλου EMF από διασυνδέσεις (interfaces) της Java 
 
Στην περίπτωση αυτή, το σύστηµα του EMF εξετάζει ένα σύνολο από διασυνδέσεις και 
κατασκευάζει ένα κατάλληλο µοντέλο. Ωστόσο, το EMF δεν υποθέτει ότι κάθε διασύνδεση 
και µέθοδος αυτής είναι τµήµα του µοντέλου. Ειδικότερα, µια διασύνδεση ή µέθοδος 
θεωρείται τµήµα του ορισµού του µοντέλου µόνο εφόσον περιέχει στα σχόλιά της την 
επισηµείωση @model. 
 
/** 
* @model 
*/ 
public interface RefactoringDiagram extends ModelElement { 
 
/** 
* @model containment="true" 
*/ 
EList<ModelElement> getElements(); 
/** 
* @model default="-1" 
*/ 
int getWidth(); 
/** 
* @model default="-1" 
*/ 
int getHeight(); 
…………………………………………………………………………………………………………………… 
} 
  
Στο παραπάνω παράδειγµα, οι επισηµειώσεις @model προσδιορίζουν την 
RefactoringDiagram ως διασύνδεση που πρόκειται να συµµετέχει στο µοντέλο, µε δύο 
ιδιότητες (width και height) και µία αναφορά σε άλλη κλάση(elements). Σε ό,τι αφορά 
τις ιδιότητες width και height, αυτές αρχικοποιούνται µε την τιµή -1, ενώ δεν 
εµφανίζονται πρόσθετες πληροφορίες µετά τις επισηµειώσεις @model, καθώς απαιτείται να  
καθοριστεί µόνο η πληροφορία που διαφοροποιείται από την προβλεπόµενη. Στην 
περίπτωση της λίστας elements,  η αναφορά έχει πολλαπλότητα πολλά και είναι τύπου 
ModelElement 4. Επίσης η τιµή της ιδιότητας containment τίθεται σε true προκειµένου 
να δηλώσουµε ότι τα αντικείµενα elements περιέχονται στην RefactoringDiagram ως 
παιδιά αυτής  και συνεπώς θα αποθηκεύονται εξορισµού στο ίδιο αρχείο (κατά την 
αποθήκευση στιγµιότυπων του µοντέλου). 
 
                                                 
4
 Από την έκδοση 2.3 και έπειτα το EMF  υποστηρίζει τα Generics. 
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Οι µέθοδοι setWidth() και setHeight()παράγονται εξορισµού και συνεπώς δεν είναι 
υποχρεωτικό να δηλωθούν.  
 
3.3.3 ∆ηµιουργία µοντέλου EMF από XML Schema 
 
Στα επόµενα φαίνεται τµήµα του αρχείου Ecore XMI που αντιστοιχεί σε ένα µοντέλο 
EMF. Το µοντέλο αυτό αποτελείται από µια ιεραρχία πακέτων η οποία ξεκινά από το 
πακέτο µε όνοµα gr. Έτσι, µία από τις διασυνδέσεις (interfaces) που ανήκουν στο µοντέλο 
είναι και η ModelElement η οποία περιλαµβάνει µία µέθοδο (generateLabel) που 
επιστρέφει ένα αλφαριθµητικό και δύο ιδιότητες, τις label και visibility οι οποίες είναι 
τύπου EString και EInt αντίστοιχα. 
 
<?xml version="1.0" encoding="UTF-8"?> 
<ecore:EPackage xmi:version="2.0" 
xmlns:xmi="http://www.omg.org/XMI"                  
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
xmlns:ecore="http://www.eclipse.org/emf/2002/Ecore"                      
name="gr" 
                 nsURI="http://www.uom.gr/gr" nsPrefix="gr"> 
<eSubpackages name="uom" nsURI="http://www.uom.gr/gr/uom" nsPrefix="uom"> 
    ……………………………………………………………………………………………………………………………………………………………   
<eClassifiers xsi:type="ecore:EClass" name="ModelElement" abstract="true" 
                                                        interface="true"> 
  <eOperations name="generateLabel" eType="ecore:EDataType      
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
  <eStructuralFeatures xsi:type="ecore:EAttribute" name="label"      
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
 
  <eStructuralFeatures xsi:type="ecore:EAttribute" name="visibility" 
        eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EInt"/> 
 </eClassifiers> 
  …………………………………………………………………………………………………………………………………………………               
 </eSubpackages> 
</ecore:EPackage> 
 
  
Θα πρέπει να σηµειωθεί ότι επειδή τα µεταδεδοµένα του Ecore διαφέρουν από τα 
µεταδεδοµένα της UML, τα αντίστοιχα αρχεία XMI είναι επίσης διαφορετικά. 
 
3.4 Παραγωγή κώδικα 
 
3.4.1 Το σχετικό µε την δηµιουργία κώδικα µοντέλο (Generator Model) 
 
Τα περισσότερα από τα απαιτούµενα για την αυτόµατη παραγωγή κώδικα δεδοµένα, 
τηρούνται στο µοντέλο Ecore.  Υπάρχει ωστόσο ένα σύνολο πληροφοριών οι οποίες δεν 
αποθηκεύονται στο µοντέλο Ecore, καθορίζονται από τον χρήστη και αφορούν 
παραµέτρους που ρυθµίζουν τη διαδικασία παραγωγής του κώδικα, όπως για παράδειγµα ο 
φάκελος όπου θα τοποθετηθεί ο κώδικας που προκύπτει. Για την αποθήκευση των 
πληροφοριών αυτών το EMF χρησιµοποιεί ένα ειδικό µοντέλο(generator model) το οποίο 
τηρεί µια αναφορά προς το αντίστοιχο µοντέλο Ecore. Ειδικότερα, οι κλάσεις του σχετικού 
µε την δηµιουργία κώδικα µοντέλου επαυξάνουν τη λειτουργικότητα των αντίστοιχων 
κλάσεων Ecore.  
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Σαν αποτέλεσµα, σε κάθε project του EMF υπάρχει ένα αρχείο µε επέκταση .ecore και ένα 
αρχείο µε επέκταση .genmodel, τα οποία βρίσκονται διαρκώς συγχρονισµένα. Στο αρχείο 
.ecore  αποθηκεύεται το µοντέλο Ecore σε µορφή XMI, ενώ το αρχείο .genmodel 
αποθηκεύει το σχετικό µε την δηµιουργία κώδικα µοντέλο (generator model).  
 
Προκειµένου να παραχθεί ο κώδικας που συνδέεται µε ένα µοντέλο του EMF, στο 
περιβάλλον του Eclipse, ανοίγουµε το αντίστοιχο µοντέλο .genmodel, κάνουµε δεξί κλικ 
σε αυτό και από το αναδυόµενο µενού επιλέγουµε Generate Model Code. 
 
3.4.2 Οι παραγόµενες κλάσεις  
 
Μια κλάση του µοντέλου Ecore, στην πραγµατικότητα αντιστοιχεί σε µία 
διασύνδεση(interface) και µία κλάση που υλοποιεί τη διασύνδεση αυτή. Επιπλέον, κάθε 
παραγόµενη κλάση υλοποιεί τη βασική διασύνδεση του EMF, EObject5, η οποία µεταξύ 
άλλων ορίζει τις ακόλουθες γενικές µεθόδους: 
 
public interface EObject 
{ 
  Object eGet(EStructuralFeature feature); 
  void eSet(EStructuralFeature feature, Object newValue); 
  boolean eIsSet(EStructuralFeature feature); 
void eUnset(EStructuralFeature feature); 
... 
} 
 
Μπορούµε να χρησιµοποιήσουµε το παραπάνω API προκειµένου να διαβάσουµε και να 
τροποποιήσουµε τις ιδιότητες ενός αντικειµένου:  
 
aRefactoringDiagram.eSet(width, 800); 
 
Οι µέθοδοι αυτές, οι οποίες δηµιουργούνται επίσης αυτοµατοποιηµένα από το EMF, είναι 
ελαφρώς λιγότερο αποδοτικές από τις µεθόδους get και set των επιµέρους ιδιοτήτων (της 
setWidth() στο παραπάνω παράδειγµα) , ωστόσο καθιστούν εφικτή την πρόσβαση στο 
µοντέλο µε γενικό τρόπο. 
 
Η µέθοδος eIsSet() µπορεί να χρησιµοποιηθεί ώστε να διαπιστωθεί εάν µία ιδιότητα έχει 
τιµή ή όχι, ενώ η eUnset() µπορεί να χρησιµοποιηθεί  για τη διαγραφή ή τον 
επανακαθορισµό της τιµής της ιδιότητας. 
 
Σε ό,τι αφορά τη διασύνδεση EObject, αυτή κληρονοµεί από µία ακόµη διασύνδεση: 
 
public interface EObject extends Notifier  
 
Η διασύνδεση Notifier προσδίδει ένα σηµαντικό χαρακτηριστικό σε κάθε αντικείµενο 
που µοντελοποιείται: τη δυνατότητα γνωστοποίησης µεταβολών στις ιδιότητές του 
σύµφωνα µε το πρότυπο σχεδίασης Παρατηρητής (Observer). Με τον τρόπο αυτό κάθε 
µέθοδος set , πέρα από την ανάθεση τιµής στην αντίστοιχη µεταβλητή, αποστέλλει µια 
κατάλληλη ειδοποίηση στα αντικείµενα που ενδιαφέρονται για τη συγκεκριµένη αλλαγή 
κατάστασης. 
 
                                                 
5
 Το EObject αποτελεί το ισοδύναµο του java.lang.Object για το EMF. 
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public void setWidth(int newWidth) { 
   int oldWidth = width; 
   width = newWidth; 
   if (eNotificationRequired()) 
       eNotify(new ENotificationImpl(this, Notification.SET,    
ModelPackage.REFACTORING_DIAGRAM__WIDTH,  
                                        oldWidth, width)); 
} 
 
Τέλος, για κάθε µοντέλο δηµιουργείται µία κλάση τύπου factory και µία κλάση τύπου 
package. Η κλάση τύπου factory περιλαµβάνει µια µέθοδο δηµιουργίας για κάθε επιµέρους 
κλάση του µοντέλου. Συνεπώς, αντί για τη χρήση του τελεστή new για τη δηµιουργία ενός 
αντικειµένου µπορούµε να χρησιµοποιήσουµε µία δήλωση όπως η παρακάτω: 
 
ClassElement aClassElement =ModelFactory.eINSTANCE.createClassElement(); 
 
Η κλάση τύπου package(ModelPackage) περιλαµβάνει σταθερές για όλα τα µεταδεδοµένα 
του µοντέλου(κλάσεις, ιδιότητες).  Για παράδειγµα η σταθερά τύπου int 
ModelPackage.REFACTORING_DIAGRAM__WIDTH αναπαριστά την ιδιότητα width της 
κλάσης RefactoringDiagram. 
 
Σε γενικές γραµµές, ο παραγόµενος από το EMF κώδικας χαρακτηρίζεται από σαφήνεια, 
απλότητα και αποδοτικότητα, ενώ πιο πολύπλοκος κώδικας συναντάται σε τύπους 
ιδιοτήτων όπως οι αµφίδροµες συσχετίσεις. 
 
Είναι αξιοσηµείωτο ότι το EMF µε τη βοήθεια της επέκτασης EMF.Edit µπορεί να παράγει 
κλάσεις οι οποίες καθιστούν δυνατή την προβολή αλλά και την επεξεργασία (µε 
δυνατότητα αναίρεσης) ενός µοντέλου, κατασκευάζοντας µε τον τρόπο αυτό έναν 
ολοκληρωµένο editor για το µοντέλο. 
 
3.4.3 Επαναδηµιουργία του κώδικα από το µοντέλο 
 
Ο µηχανισµός παραγωγής κώδικα του EMF δηµιουργεί αρχεία Java που προορίζονται να 
αποτελέσουν έναν συνδυασµό αυτόµατα δηµιουργηµένων τµηµάτων κώδικα και τµηµάτων 
κώδικα γραµµένων από τον προγραµµατιστή. Έτσι, ο προγραµµατιστής αναµένεται να 
τροποποιήσει τις προκύπτουσες κλάσεις (προσθέτοντας για παράδειγµα µεθόδους), ενώ οι 
προσθήκες αυτές διατηρούνται µετά από µια επαναδηµιουργία των κλάσεων από το 
µοντέλο. Ειδικότερα, το EMF εισάγει την επισηµείωση @generated  στα σχόλια των 
παραγόµενων διασυνδέσεων, κλάσεων, µεθόδων και ιδιοτήτων ως εξής: 
/** 
* @generated 
*/ 
Κάθε µέθοδος που δεν περιέχει την επισηµείωση @generated αφήνεται ανέπαφη κατά την 
επαναδηµιουργία των κλάσεων. Επιπλέον, εάν σε µια κλάση υπάρχει ήδη µία µέθοδος η 
οποία έχει την ίδια υπογραφή µε µια παραγόµενη µέθοδο, τότε η παραγόµενη µέθοδος 
απορρίπτεται.  
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3.5 Ο µηχανισµός ειδοποιήσεων του EMF (Notification Mechanism) 
 
Στα πλαίσια των κλάσεων υλοποίησης που παράγονται από ένα µοντέλο Ecore, όποτε 
µεταβάλλεται η κατάσταση ενός αντικειµένου µε την ανάθεση τιµής σε µια ιδιότητα ή µε 
την προσθήκη και την διαγραφή  περιεχόµενων σε αυτό αντικειµένων, αποστέλλεται µια 
ειδοποίηση.  Οι κλάσεις που παραλαµβάνουν τις ειδοποιήσεις αυτές (notification observers 
ή listeners) είναι γνωστές και ως προσαρµογείς (adapters) καθώς συχνά χρησιµοποιούνται 
µε στόχο την επέκταση της συµπεριφοράς του αντικειµένου στο οποίο επισυνάπτονται 
(δίνοντάς του τη δυνατότητα να υποστηρίξει επιπρόσθετες διασυνδέσεις (interfaces) χωρίς 
να τις υλοποιεί άµεσα).  
 
Ένας προσαρµογέας, µπορεί να επισυναφθεί σε οποιοδήποτε αντικείµενο τύπου EObject 
ως εξής: 
 
Adapter ceObserver = aClassElement.eAdapters().add(ceObserver); 
 
Σαν αποτέλεσµα, µετά από κάθε µεταβολή της κατάστασης του αντικειµένου 
aClassElement καλείται σε αυτό η µέθοδος eNotify()η οποία µε τη σειρά της καλεί τη 
µέθοδο notifyChanged() του ceObserver. 
 
Οι προσαρµογείς (adapters) αποτελούν τη βάση για τη γραφική διεπιφάνεια του EMF.Edit. 
 
3.6 Αποθήκευση του µοντέλου 
 
Τα µοντέλα Ecore αποθηκεύονται εξορισµού σε  µορφή XMI. Ωστόσο, το EMF επιτρέπει 
την αποθήκευση των αντικειµένων ενός µοντέλου Ecore σε οποιαδήποτε άλλη µορφή είναι 
επιθυµητό(για παράδειγµα σε µια σχεσιακή βάση δεδοµένων). Στην τελευταία περίπτωση, 
ο σχετικός µε την αποθήκευση κώδικας θα πρέπει να γραφεί από τον ίδιο τον 
προγραµµατιστή.  
 
Ακόµη, ένα µοντέλο του EMF µπορεί να αναφέρεται σε αντικείµενα που εντοπίζονται σε 
άλλα µοντέλα και έγγραφα, ανεξάρτητα από τον τρόπο µε τον οποίο αυτά αποθηκεύονται. 
Έτσι, κατά την φόρτωση ενός εγγράφου XMI,  οι τυχόν αναφορές σε διαφορετικά έγγραφα 
αναπαριστώνται από αντικείµενα proxy αντί για τα πραγµατικά αντικείµενα. Τα proxies 
αυτά αναλύονται στα πραγµατικά αντικείµενα όταν χρησιµοποιούνται για πρώτη 
φορά(Steinberg et al., 2009). 
 
3.7 ∆υναµικό EMF 
 
Το EMF µπορεί να διαχειριστεί αντικείµενα δυναµικών κλάσεων. Με άλλα λόγια, είναι 
εφικτή η δηµιουργία ενός µοντέλου Ecore κατά το χρόνο εκτέλεσης, ως εξής: 
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EPackage poPackage = EcoreFactory.eINSTANCE.createEPackage(); 
 
EClass purchaseOrderClass = EcoreFactory.eINSTANCE.createEClass(); 
purchaseOrderClass.setName("PurchaseOrder"); 
poPackage.getEClassifiers().add(purchaseOrderClass); 
 
EAttribute shipToAttribute =EcoreFactory.eINSTANCE.createEAttribute(); 
shipToAttribute.setName("shipTo"); 
shipToAttribute.setEType(EcorePackage.eINSTANCE.getEString()); 
purchaseOrderClass.getEStructuralFeatures().add(shipToAttribute); 
 
Στη συνέχεια µπορούµε να κατασκευάσουµε ένα στιγµιότυπο της κλάσης PurchaseOrder 
και να το αρχικοποιήσουµε όπως φαίνεται παρακάτω: 
 
EFactory poFactory = poPackage.getEFactoryInstance(); 
EObject aPurchaseOrder = poFactory.create(purchaseOrderClass); 
aPurchaseOrder.eSet(shipToAttribute, "123 Maple Street"); 
 
Ένα ακόµη πιο ενδιαφέρον σενάριο περιλαµβάνει το συνδυασµό υπαρχόντων κλάσεων µε 
δυναµικές κλάσεις. Για παράδειγµα, µπορούµε να δηµιουργήσουµε µια δυναµική 
υποκλάση µιας υπάρχουσας κλάσης ως εξής: 
 
EClass subPOClass = EcoreFactory.eINSTANCE.createEClass(); 
subPOClass.setName("SubPO"); 
subPOClass.getESuperTypes().add(poPackage.getPurchaseOrder()); 
poPackage.getEClassifiers().add(subPOClass); 
 
∆ηλώνουµε λοιπόν ότι η SubPO είναι υποκλάση της PurchaseOrder. 
 
3.8 Εξαγωγή µοντέλων του EMF από υπάρχοντα πηγαίο κώδικα 
 
Παρόλο που οι βασισµένες σε µοντέλα και οι οδηγούµενες από µοντέλα τεχνικές είναι 
ολοένα και πιο δηµοφιλείς τα τελευταία χρόνια, συχνά εφαρµόζονται αποκλειστικά σε 
νεοδηµιουργηθέντα έργα λογισµικού. Ωστόσο η προοπτική για απλοποίηση της ανάπτυξης 
και της συντήρησης η οποία συνήθως συνδέεται µε την οδηγούµενη από το µοντέλο 
αρχιτεκτονική(MDA) είναι ενδιαφέρουσα και για το υφιστάµενο λογισµικό. Ένα 
σηµαντικό εµπόδιο για την εφαρµογή τεχνικών MDΑ σε υπάρχον µη-MDA λογισµικό 
συνίσταται στην δυσκολία ανάκτησης κατάλληλων µοντέλων για τα επιµέρους τµήµατα 
που το απαρτίζουν. 
 
Αρκετά εργαλεία UML αποθηκεύουν τα µοντέλα τους σε µορφή XMI, ενώ παράλληλα  η 
εξέταση του πηγαίου κώδικα µε στόχο την παραγωγή ενός µοντέλου(reverse engineering) 
αποτελεί σύνηθες χαρακτηριστικό των εργαλείων αυτών. Ωστόσο, τα αρχεία XMI που 
παράγονται από τα εργαλεία αυτού του τύπου δεν είναι πάντα δυνατό να εισαχθούν από το 
EMF, λόγω προβληµάτων ασυµβατότητας στην XMI (Wolff & Forbrig, 2009).  
 
Οι Wolff και Forbrig (2009) περιγράφουν µια µέθοδο για την εξαγωγή µοντέλων EMF 
Ecore από πηγαίο κώδικα γραµµένο σε Java, χρησιµοποιώντας το εργαλείο παραγωγής 
τεκµηρίωσης, JavaDoc. Πιο αναλυτικά, το JavaDoc, δηµιουργεί σε πρώτη φάση ένα 
µοντέλο του πηγαίου κώδικα στη µνήµη και έπειτα εκτελεί έναν µηχανισµό δηµιουργίας 
εγγράφων η δοµή των οποίων καθορίζεται από ένα  DocLet. Η διαδικασία  ανάλυσης του 
κώδικα µπορεί να προσαρµοστεί, ορίζοντας τη διαδροµή των κλάσεων και το DocLet που 
θα εκτελεστεί. Με τον τρόπο αυτό, οι Wolff και Forbrig (2009) προχώρησαν στην 
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συγγραφή ενός  DocLet για την παραγωγή µοντέλων Ecore σε µορφή XML, 
αντιστοιχίζοντας το περιεχόµενο του δέντρου αντικειµένων του Javadoc µε αντικείµενα 
του Ecore. Θα πρέπει να σηµειωθεί ότι η διαδικασία της αντιστοίχισης πέρα από ορισµένα 
τεχνικά ζητήµατα περιλαµβάνει και κάποιες εννοιολογικές δυσκολίες , καθώς η 
εκφραστικότητα του Ecore δεν είναι όµοια µε αυτή του πηγαίου κώδικα Java.  
 
Η προτεινόµενη µέθοδος κατασκευής µοντέλων χρησιµοποιήθηκε για τη δηµιουργία ενός 
µοντέλου του Java Swing και ενδείκνυται ιδιαίτερα σε περιπτώσεις όπου δεν είναι 
διαθέσιµο ένα µοντέλο του Rational Rose ή ένα XSD(XML Schema definition). 
 
Μια εναλλακτική προσέγγιση θα µπορούσε να αποτελέσει η δηµιουργία ενός µοντέλου της 
Java από υπάρχοντα πηγαίο κώδικα µε τη χρήση του εργαλείου MoDisco (περιλαµβάνεται 
στο Modeling Project του Eclipse) και η µετατροπή του σε αρχείο της  UML, το οποίο 
µπορεί στη συνέχεια να χρησιµοποιηθεί από το EMF για την κατασκευή ενός µοντέλου 
ecore. 
 
3.9 EMF και συσχετιζόµενες τεχνολογίες  
 
Το  EMF αναφέρεται συχνά σε συνδυασµό µε πρότυπα µοντελοποίησης όπως η UML, το 
XMI, το MOF και η οδηγούµενη από το µοντέλο αρχιτεκτονική (Model Driven 
Architecture ή MDA) (Steinberg et al., 2009). Μία περιγραφή της UML υπάρχει στην 
ενότητα 4. Στη συνέχεια προβαίνουµε σε µια συνοπτική παρουσίαση καθενός από τα 
υπόλοιπα αναφερθέντα πρότυπα. 
 
3.9.1 XMI (XML Metadata Interchange) 
 
Το πρότυπο XMI ορίζει έναν απλό τρόπο αποθήκευσης µοντέλων µε τη µορφή εγγράφων 
XML, των οποίων η δοµή είναι παρόµοια µε αυτή του αντίστοιχου µοντέλου. Στην 
περίπτωση που ο ορισµός του µοντέλου πραγµατοποιείται µε τη βοήθεια ενός σχήµατος 
της XML (XML Schema), τα στιγµιότυπα του µοντέλου αποθηκεύονται σε τρόπο ώστε να 
συµµορφώνονται µε αυτό.  
 
Το XMI  προτυποποιήθηκε το 1998, λίγο µετά την οριστικοποίηση της προδιαγραφής της 
XML. 
 
3.9.2 MOF(Meta-Object Facility) 
 
To MOF συνιστά ένα υποσύνολο της UML µε στόχο την περιγραφή εννοιών σχετικών µε 
την µοντελοποίηση κλάσεων. Αν και παρουσιάζει αρκετές οµοιότητες µε το Ecore, το 
Ecore χαρακτηρίζεται από µικρότερη πολυπλοκότητα. To MOF  προτυποποιήθηκε το 
1997, την ίδια εποχή µε την UML. 
 
To EMOF (Essential Meta-Object Facility) αποτελεί τον νέο, «ελαφρύ» πυρήνα του 
µεταµοντέλου MOF. Εξαιτίας της οµοιότητας του µοντέλου αυτού µε το Ecore, το EMF 
µπορεί να υποστηρίξει απευθείας το EMOF ως εναλλακτική του XMI µορφή 
αποθήκευσης. Από τεχνική άποψη, το ίδιο το  Ecore σχεδόν αποτελεί υλοποίηση του 
µεταµοντέλου EMOF, ενώ τα δύο πρότυπα εξακολουθούν να ευθυγραµµίζονται 
(Gronback, 2009). 
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3.9.3 Οδηγούµενη από το µοντέλο αρχιτεκτονική (Model Driven Architecture) 
 
Tο EMF αποτελεί µέρος της οδηγούµενης από το µοντέλο αρχιτεκτονικής (MDA, 
http://www.omg.org/mda/ ). Η κεντρική ιδέα της MDA συνίσταται στην ανάπτυξη και 
διαχείριση ολόκληρου του κύκλου ζωής µιας εφαρµογής εστιάζοντας στο µοντέλο (Moore, 
Dean, Gerber,  Wagenknecht,  & Vanderheyden, 2004). Έτσι, στα πλαίσια µιας 
αρχιτεκτονικής MDA, τα µοντέλα µετατρέπονται αυτόµατα σε εκτελέσιµες εφαρµογές. 
 
3.10 Περιπτώσεις όπου δεν ενδείκνυται η χρήση του EMF 
 
Στην παρούσα φάση, το EMF υλοποιεί ένα υποσύνολο της προσέγγισης MDA, µε 
αποτέλεσµα να µην ενδείκνυται για την ανάπτυξη εφαρµογών όπου απαιτείται ο 
συνδυασµός τεχνολογιών όπως XML, EAI, EJBs και υπηρεσίες Ιστού (Moore, Dean, 
Gerber,  Wagenknecht,  & Vanderheyden, 2004) 
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4 UML (Unified Modeling Language) 
 
4.1 Γενικά 
 
Η UML αποτελεί την πιο συχνά χρησιµοποιούµενη προδιαγραφή της OMG6, ενώ η πρώτη 
έκδοσή της (UML v.1.1) δηµοσιεύτηκε το 1997. Σε συνδυασµό µε την προδιαγραφή MOF 
(Meta Object Facility), παρέχει τη βασική υποδοµή για την οδηγούµενη από το µοντέλο 
αρχιτεκτονική (Model-Driven Architecture ). Ειδικότερα, χρησιµοποιείται κατά την 
καταγραφή των απαιτήσεων και τη σχεδίαση του λογισµικού (κατά κύριο λόγο για 
λογισµικό που πρόκειται να γραφεί σε µια αντικειµενοστρεφή γλώσσα). 
Στην UML υπάρχουν δύο βασικές κατηγορίες διαγραµµάτων : 
• ∆ιαγράµµατα που παρουσιάζουν τη στατική δοµή ενός συστήµατος λογισµικού 
(structural diagrams). Στην κατηγορία αυτή ανήκει το διάγραµµα κλάσεων, όπου 
απεικονίζονται οι κλάσεις ενός συστήµατος, οι µεταξύ τους συσχετίσεις καθώς και 
οι ιδιότητες και οι µέθοδοι κάθε κλάσης. 
• ∆ιαγράµµατα που περιγράφουν τη δυναµική συµπεριφορά του λογισµικού (behavioral 
diagrams ). Στην κατηγορία αυτή ανήκουν τα διαγράµµατα ακολουθίας, τα 
διαγράµµατα δραστηριότητας και τα διαγράµµατα περιπτώσεων χρήσης. 
Το Eclipse υποστηρίζει τη δηµιουργία διαγραµµάτων της UML2 µε τη βοήθεια του 
πρόσθετου UML2 Tools, το οποίο περιλαµβάνει ένα σύνολο από editors  βασισµένους στο 
GMF(Graphical Modeling Framework) (Vogel, 2009). 
 
Η τελευταία έκδοση της UML είναι η  2.1.2(http://www.omg.org/spec/UML/2.1.2/) . 
 
4.2 Βασικά συστατικά της UML 
 
Στα επόµενα γίνεται αναφορά σε ορισµένα από τα βασικά συστατικά της UML τα οποία 
χρησιµοποιούνται κατά την κατασκευή των οπτικοποιήσεων για τα προβλήµατα σχεδίασης 
και τις αναδοµήσεις που υποστηρίζονται από το JDeodorant. 
 
4.2.1 Κλάσεις 
 
Μια κλάση αναπαρίσταται µε ένα ορθογώνιο διαιρεµένο σε διαµερίσµατα. Το πρώτο 
διαµέρισµα περιέχει το όνοµα της κλάσης, το δεύτερο διαµέρισµα περιέχει τις ιδιότητες 
ενώ το τρίτο περιέχει τις µεθόδους. Τα δύο τελευταία διαµερίσµατα είναι προαιρετικά και 
συνεπώς οποιοδήποτε από αυτά µπορεί να παραλειφθεί µε στόχο τη βελτίωση της 
αναγνωσιµότητας του διαγράµµατος(Bell, 2004). 
 
 
                                                 
6
 Η OMG είναι µια µη κερδοσκοπική κοινοπραξία επιχειρήσεων πληροφορικής, της οποίας τα µέλη 
διαµορφώνουν και συντηρούν την προδιαγραφή της UML µεταξύ άλλων.  
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Η UML συστήνει το όνοµα µιας κλάσης:  
1. να ξεκινά µε ένα κεφαλαίο γράµµα 
2. να τοποθετείται στο κέντρο του ανώτατου διαµερίσµατος  
3. να γράφεται µε έντονη γραµµατοσειρά 
4. να γράφεται µε πλάγια γράµµατα αν η κλάση είναι αφηρηµένη 
Μια διασύνδεση (interface) σχεδιάζεται ακριβώς όπως µια κλάση µε µοναδική διαφορά το 
ότι το ανώτατο διαµέρισµα του ορθογωνίου περιέχει πέρα από το όνοµα της διασύνδεσης 
και το κείµενο «interface».   
 
4.2.2 Ιδιότητες 
 
Είναι δυνατό να αποτελούν απλούς πρωταρχικούς τύπους(primitive types) ή αντικείµενα. 
Μια ιδιότητα µπορεί είτε να ενσωµατωθεί στο δεύτερο διαµέρισµα της αντίστοιχης κλάσης 
(όπου κάθε ιδιότητα παρατίθεται σε µια ξεχωριστή γραµµή) ή να απεικονιστεί σαν 
συσχέτιση ανάµεσα στην κλάση που αναπαριστά την ιδιότητα και την κλάση που την 
περιέχει. 
Μια ιδιότητα που απεικονίζεται στο εσωτερικό της κλάσης συµβολίζεται ως εξής:  
ορατότητα όνοµα:τύπος {πολλαπλότητα} {=εξορισµού τιµή}  
Η UML προσδιορίζει τέσσερα είδη ορατότητας : public(+), protected(#), private(-), και 
package(~), ενώ δεν απαιτεί να εµφανίζεται η ορατότητα των ιδιοτήτων και των µεθόδων 
στο διάγραµµα κλάσεων.  (Bell, 2004) 
 
4.2.3 Μέθοδοι 
 
Οι µέθοδοι µιας κλάσης απεικονίζονται µε τη µορφή λίστας µε κάθε µέθοδο να 
τοποθετείται στη δική της γραµµή. Χρησιµοποιείται ο ακόλουθος συµβολισµός:  
όνοµα(λίστα παραµέτρων) : τύπος επιστρεφόµενης τιµής 
Όταν µια µέθοδος διαθέτει παραµέτρους, αυτές τοποθετούνται στο εσωτερικό των 
παρενθέσεων στη µορφή "όνοµα παραµέτρου :τύπος παραµέτρου". 
 
4.2.4 Σχέσεις κληρονοµικότητας 
 
Η κληρονοµικότητα µοντελοποιεί σχέσεις  “is a” . Με τον τρόπο αυτό, όταν το A 
κληρονοµεί από το B λέµε ότι το A είναι υποκλάση του B και ότι το B είναι υπερκλάση 
του A.   
Σε ένα διάγραµµα κλάσεων, µια σχέση κληρονοµικότητας αναπαριστάται από µία συνεχή 
γραµµή η οποία κατευθύνεται από την υποκλάση προς την υπερκλάση, καταλήγοντας σε 
ένα κενό τριγωνικό βέλος. Η σχέση κληρονοµικότητας µπορεί να σχεδιαστεί µε µια 
ξεχωριστή γραµµή για κάθε υποκλάση (η µέθοδος αυτή χρησιµοποιείται από το IBM 
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Rational Rose) ή εναλλακτικά, µπορεί να χρησιµοποιηθεί ο συµβολισµός δέντρου (tree 
notation), όπου οι γραµµές κληρονοµικότητας των επιµέρους υποκλάσεων συνενώνονται 
όπως φαίνεται παρακάτω: 
 
Εικόνα 4.2.4.1: Απεικόνιση µιας σχέσης κληρονοµικότητας χρησιµοποιώντας τον συµβολισµό δέντρου 
Πηγή: Bell (2004) 
 
4.3 Κατασκευή ενός µοντέλου της UML2 προγραµµατιστικά 
 
Το πρόσθετο(plugin) του Eclipse µε την ονοµασία UML2 παρέχει µια βασισµένη στο EMF 
υλοποίηση του µεταµοντέλου UML2  και καθιστά δυνατή την κατασκευή µοντέλων της 
UML2 µε προγραµµατιστικό τρόπο (Hussey, 2006). Η εγκατάστασή του προϋποθέτει ότι 
έχει προηγηθεί η εγκατάσταση του EMF. 
 
∆ηµιουργία µοντέλου 
 
Το επόµενο τµήµα κώδικα δηµιουργεί ένα µοντέλο µε τη βοήθεια της κλάσης UMLFactory 
η οποία βασίζεται στο πρότυπο σχεδίασης Μοναδιαίο (Singleton): 
Model model = UMLFactory.eINSTANCE.createModel(); 
 
Υπάρχει µια µέθοδος κατασκευής για κάθε περιεχόµενο στοιχείο ενός στοιχείου του 
µοντέλου. 
 
∆ηµιουργία πρωταρχικών τύπων δεδοµένων 
 
Η UML ορίζει τους εξής πρωταρχικούς τύπους δεδοµένων(primitive types) (Hussey, 
2006): 
• Boolean,  
• Integer,  
• UnlimitedNatural, και 
• String.  
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Η επόµενη εντολή καλεί τη µέθοδο createOwnedPrimitiveType(String) ώστε να 
δηµιουργηθεί ένας πρωταρχικός τύπος δεδοµένων µε το καθορισµένο όνοµα, ως 
περιεχόµενο στο µοντέλο στοιχείο. 
PrimitiveType primitiveType = model.createOwnedPrimitiveType(key);  
 
∆ηµιουργία κλάσεων 
 
Classifier umlClass  = model.createOwnedClass(“name”, isAbstract); 
Η κλήση της µεθόδου createOwnedClass(String, boolean) έχει σαν αποτέλεσµα τη 
δηµιουργία µιας κλάσης µε το όνοµα name, ως στοιχείο του µοντέλου. Παράλληλα τίθεται 
µια τιµή στο γνώρισµα isAbstract της κλάσης το οποίο εκφράζει το κατά πόσο αυτή 
είναι αφηρηµένη ή όχι. 
 
∆ηµιουργία ιδιοτήτων 
 
Property attribute = class_.createOwnedAttribute(name, type, 
                                     lowerBound, upperBound); 
Η µέθοδος createOwnedAttribute(String, Type, int, int) συντελεί στη 
δηµιουργία µιας ιδιότητας µε το καθορισµένο όνοµα, τύπο δεδοµένων και πολλαπλότητα, 
η οποία ανήκει στην κλάση class_.  
 
∆ηµιουργία γενικεύσεων 
 
Μια γενίκευση συνιστά µια ταξινοµική σχέση ανάµεσα σε µια ειδική κλάση και µια πιο 
γενική κλάση σε τρόπο ώστε κάθε αντικείµενο της ειδικής κλάσης αποτελεί επίσης έµµεσο 
αντικείµενο της γενικής κλάσης(Hussey, 2006). 
Generalization generalization =  
subClass.createGeneralization(superClass); 
Η µέθοδος createGeneralization καλείται σε µια ειδική κλάση (υποκλάση), οπότε 
δηµιουργείται µια γενίκευση ως προς την καθορισµένη γενική κλάση (υπερκλάση). 
 
4.4 Τεχνικές επέκτασης της UML 
 
Μερικοί από τους λόγους για τους οποίους είναι συχνά επιθυµητή η προσαρµογή ενός 
µοντέλου µεταδεδοµένων (όπως η UML) είναι και οι ακόλουθοι:  
 
• Παροχή ορολογίας εξειδικευµένης σε ένα συγκεκριµένο πεδίο προβλήµατος.  
• Παροχή ενός συντακτικού για δοµές που δεν έχουν συµβολισµό.   
• Προσθήκη σηµασιολογίας που δεν υπάρχει στο µετα-µοντέλο.  
 
Υπάρχουν διαθέσιµες αρκετές εναλλακτικές προσεγγίσεις σε ό,τι αφορά την επέκταση της 
UML ώστε να περιγράψει ένα συγκεκριµένο πεδίο προβλήµατος. Η επιλογή της 
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κατάλληλης προσέγγισης εξαρτάται από τη φύση του πεδίου αλλά και τον τρόπο µε τον 
οποίο πρόκειται να χρησιµοποιηθεί το προκύπτον µοντέλο.  
 
Οι Bruck και Hussey (2008) κάνουν λόγο για τις ακόλουθες τεχνικές επέκτασης: 
 
4.4.1 Επέκταση τύπου Featherweight  
 
Περιλαµβάνει την χρησιµοποίηση λέξεων – κλειδιών, δηλαδή δεσµευµένων λέξεων που 
συνήθως εµφανίζονται µε τη µορφή κειµένου το οποίο προσαρτάται σε στοιχεία της UML. 
Για παράδειγµα, η λέξη- κλειδί <<interface>> συµβάλλει  στο διαχωρισµό των 
διασυνδέσεων από τις κλάσεις. Στα µειονεκτήµατα της προσέγγισης αυτής συγκαταλέγεται 
το ότι δεν είναι δυνατή η προσθήκη ιδιοτήτων ή λειτουργιών στους υφιστάµενους τύπους 
της UML. 
 
4.4.2 Επέκταση τύπου Lightweight  
 
Οι επεκτάσεις τύπου Lightweight περιλαµβάνουν τη χρησιµοποίηση προφίλ (profiles).  
Στην περίπτωση αυτή, η βασική δοµή επέκτασης ονοµάζεται στερεότυπο (Stereotype).  Τα 
στερεότυπα µπορούν να χρησιµοποιηθούν για την προσθήκη  λέξεων – κλειδιών, 
περιορισµών, εικόνων και ιδιοτήτων στα στοιχεία του µοντέλου. Αν και ευνοείται η 
αξιοποίηση υφιστάµενων  editors της UML, ο µηχανισµός των προφίλ δεν επιτρέπει τον 
ορισµό ή την τροποποίηση της συµπεριφοράς των υπαρχόντων δοµών της UML.  
 
4.4.3 Επέκταση τύπου Middleweight 
 
Στην περίπτωση αυτή, η επέκταση της UML επιτυγχάνεται µέσα από την εξειδίκευση των 
τύπων της. Για το σκοπό αυτό, τηρείται µια αναφορά στο µοντέλο UML.metamodel.uml .  
 
Η χρησιµοποίηση επεκτάσεων αυτού του τύπου αποθαρρύνεται για δύο λόγους:    
• Συντελούν στην εξάρτηση από µια συγκεκριµένη έκδοση της UML.  
• Είναι απαραίτητη η επέκταση του συνόλου των τύπων της  UML ακόµη και αν 
ενδιαφέρουν µόνο ορισµένα τµήµατα αυτής.  
 
4.4.4 Επέκταση τύπου Heavyweight 
 
Η δηµιουργία επεκτάσεων τύπου Heavyweight περιλαµβάνει δύο βήµατα:  
1. Αντιγραφή των τµηµάτων της UML που είναι επιθυµητό να επεκταθούν και 
συγχώνευσή τους µε το µεταµοντέλο της εφαρµογής.    
2. Προσθήκη στο µεταµοντέλο που προκύπτει, τύπων που εξειδικεύονται στο πεδίο 
της εφαρµογής. 
 
Οι επεκτάσεις Heavyweight συµβάλλουν στην προσθήκη ή την προσαρµογή της 
συµπεριφοράς επιλεγµένων στοιχείων της UML, ενώ παράλληλα κρατούν την εφαρµογή 
αποµονωµένη από τυχόν µεταβολές στο µοντέλο της UML. Η αρνητική πλευρά των 
επεκτάσεων αυτού του τύπου συνίσταται στο ότι αποτελούν την πιο δαπανηρή και 
δύσκολη στην υλοποίησή της προσέγγιση. Επιπλέον, χάνεται και η διαλειτουργικότητα µε 
άλλα βασισµένα στην UML εργαλεία.  
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5 Draw2D 
 
5.1 Γενικά 
 
To Draw2D αποτελεί ένα ελαφρύ (lightweight) σύστηµα σχεδίασης δισδιάστατων 
γραφικών το οποίο βασίζεται στο SWT. Με άλλα λόγια, επιτρέπει τη δηµιουργία και τη 
διαχείριση πολύπλοκων γραφικών αντικειµένων, χωρίς παράλληλα να καταναλώνει 
πολλούς από τους πόρους του λειτουργικού συστήµατος. Μπορεί να χρησιµοποιηθεί 
ανεξάρτητα από το GEF ή ακόµα και ανεξάρτητα από το Eclipse(Moore, Dean,  
Gerber,Wagenknecht & Vanderheyden, 2004). 
 
5.2 Οι φιγούρες 
 
Αποτελούν τα δοµικά στοιχεία του Draw2D. Κάθε φιγούρα διαθέτει µια µέθοδο paint η 
οποία καλείται µε στόχο την εµφάνιση της φιγούρας στην οθόνη και δέχεται σαν όρισµα 
ένα γραφικό πλαίσιο (ένα στιγµιότυπο της κλάσης Graphics). Το γραφικό αυτό πλαίσιο 
υποστηρίζει λειτουργίες όπως η εµφάνιση κειµένου, η σχεδίαση γραµµών, η σχεδίαση και 
το γέµισµα πολυγώνων, ενώ παράλληλα τηρεί πληροφορίες που επηρεάζουν τις παραπάνω 
λειτουργίες όπως για παράδειγµα η τρέχουσα γραµµατοσειρά ή τα χρώµατα υποβάθρου 
και προσκηνίου. 
 
Πιο αναλυτικά, η µέθοδος paint(Graphics) προβαίνει στα ακόλουθα:  
1. Σχεδιάζει την φιγούρα αυτή καθεαυτή καλώντας τη µέθοδο paintFigure(Graphics). 
2. Σχεδιάζει τα παιδιά της φιγούρας(δηλαδή τις περιεχόµενες σε αυτή φιγούρες) 
καλώντας τη µέθοδο paint(Graphics) σε όλα τα παιδιά επαναληπτικά. Αν λοιπόν το 
A είναι παιδί του B στο δέντρο των φιγούρων, αυτό σηµαίνει ότι: 
• το A θα σχεδιαστεί πάνω από το B  
• το Α µετακινείται µαζί µε το Β 
Κάθε φιγούρα οριοθετείται από µια ορθογώνια περιοχή έξω από την οποία το Draw2D 
απαγορεύει τη σχεδίαση της φιγούρας ή των παιδιών της.  
3. Σχεδιάζει το περίγραµµα της φιγούρας. 
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Εικόνα 5.2.1: Ένα δέντρο φιγούρων και η γραφική του αναπαράσταση όπου κάθε φιγούρα σχεδιάζεται ως 
ένα ορθογώνιο.  
Πηγή:  Lemaigre (2010) 
 
Το Draw2D προσφέρει ένα σύνολο κλάσεων για την αναπαράσταση βασικών φιγούρων 
όπως κουµπιά(Button), ελλείψεις(Ellipse), εικόνες (ImageFigure), ετικέτες(Label), 
πολύγωνα(Polygon) , κείµενο που εκτείνεται  σε πολλαπλές γραµµές(TextFlow) και 
ορθογώνια(RectangleFigure, RoundedRectangle). 
 
5.2.1 Σύστηµα συντεταγµένων 
 
Στο Draw2D, ο άξονας των x εκτείνεται από τα αριστερά προς τα δεξιά (οι τιµές της 
τετµηµένης x αυξάνονται καθώς µετακινούµαστε προς τα δεξιά) ενώ ο άξονας των y από 
πάνω προς τα κάτω (οι τιµές της τεταγµένης y αυξάνονται καθώς µετακινούµαστε προς τα 
κάτω),  µε την αρχή των αξόνων (0, 0) να εντοπίζεται στην πάνω αριστερή γωνία του 
καµβά του Draw2D. ∆εν υπάρχει άξονας των z, ωστόσο υπάρχει µια νοητή σειρά η οποία 
καθορίζει ποια φιγούρα βρίσκεται µπροστά από κάποια άλλη (Εικόνα 5.2.1 ). 
 
5.2.2 Ακροατές συµβάντων 
 
Είναι δυνατό να δηλωθούν ακροατές συµβάντων (listeners) για τις φιγούρες, οι οποίοι 
ακροάζονται συµβάντα του ποντικιού. To Draw2D προωθεί τα συµβάντα ποντικιού στην 
πρώτη ορατή φιγούρα που βρίσκεται κάτω από το δείκτη του ποντικιού και έχει έναν 
καταχωρηµένο ακροατή (listener) για συµβάντα αυτού του είδους. 
 
5.3 Η κλάση LightweightSystem 
 
Αποτελεί τον πυρήνα του Draw2D. Συνδέει έναν καµβά του SWT µε το σύστηµα 
σχεδίασης του Draw2D. Ειδικότερα, περιλαµβάνει τρία κύρια συστατικά (Moore et al., 
2004) : 
 
1) τη ρίζα των φιγούρων: αποτελεί την φιγούρα του ανώτατου επιπέδου. Κληρονοµεί 
ορισµένες από τις ιδιότητες του γραφικού περιβάλλοντος του καµβά του SWT  όπως η 
γραµµατοσειρά ή το χρώµα υποβάθρου. 
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2) έναν µηχανισµό προώθησης συµβάντων (event dispatcher): Η κλάση 
SWTEventDispatcher µεταφράζει τα συµβάντα που λαµβάνουν χώρα στον καµβά του 
SWT στα αντίστοιχα συµβάντα του Draw2D.   
 
3) έναν µηχανισµό ενηµέρωσης των φιγούρων (update manager): είναι υπεύθυνος για 
τη σχεδίαση και την ενηµέρωση των φιγούρων του Draw2D. Για το σκοπό αυτό, τηρεί µια 
λίστα µε τις φιγούρες που δεν είναι έγκυρες ή χρειάζονται επανασχεδίαση. 
 
Παράδειγµα 
 
Shell shell = new Shell(); 
shell.open();  
shell.setText("A Draw2d application"); 
LightweightSystem lws = new LightweightSystem(shell); 
IFigure panel = new Figure(); 
panel.setLayoutManager(new FlowLayout()); 
lws.setContents(panel); 
... 
panel.add(...); 
... 
 
Η κλάση shell αποτελεί το παράθυρο του SWT, όπου θα τοποθετηθεί ο καµβάς 
σχεδίασης του Draw2D. Για το σκοπό αυτό χρησιµοποιείται η δήλωση 
LightweightSystem lws = new LightweightSystem(shell). Στη συνέχεια, 
δηµιουργείται η φιγούρα panel η οποία προστίθεται στον καµβά σχεδίασης µε τη δήλωση 
lws.setContents(panel). Η φιγούρα panel χρησιµεύει ως υποδοχέας για όλες τις 
υπόλοιπες φιγούρες που θα σχεδιαστούν.  
 
 
Εικόνα 5.3.1 : Ο τρόπος µε τον οποίο οργανώνονται οι φιγούρες του Draw2D 
Πηγή: Lemaigre (2010) 
 
 
5.4 ∆ιάταξη των φιγούρων 
 
Κάθε φιγούρα που περιέχει άλλες φιγούρες δηλώνει έναν LayoutManager, ο οποίος είναι 
υπεύθυνος για την τοποθέτηση και τον καθορισµό του µεγέθους των φιγούρων – παιδιών, 
λαµβάνοντας υπόψη τα όρια της φιγούρας στην οποία αυτός ανήκει , τις γεωµετρικές 
ιδιότητες των παιδιών (όπως το προτιµώµενο, το ελάχιστο και το µέγιστο µέγεθος) και 
πιθανότατα κάποιους περιορισµούς(constraints) που σχετίζονται µε τα παιδιά (Clayberg & 
Rubel, 2009). 
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Οι περιορισµοί (constraints) είναι δεδοµένα τα οποία επισυνάπτονται σε κάθε φιγούρα 
προσφέροντας πρόσθετη καθοδήγηση στον LayoutManager. Ο τύπος του περιορισµού 
εξαρτάται από το είδος του LayoutManager που χρησιµοποιείται. Για παράδειγµα, ο 
LayoutManager XYLayout αναµένει ότι οι φιγούρες που διαχειρίζεται θα έχουν έναν 
περιορισµό τύπου  Rectangle, ενώ ο DelegatingLayout αναµένει ότι οι περιορισµοί των 
φιγούρων του θα υλοποιούν τη διασύνδεση Locator (Moore et al., 2004).   
 
 Το GEF παρέχει αρκετούς LayoutManagers γενικού σκοπού όπως: 
 
• FlowLayout: ∆ιατάσσει τις φιγούρες είτε σε γραµµές ή σε στήλες, κάτι που ρυθµίζεται µε 
τη χρήση του κατασκευαστή public FlowLayout(boolean isHorizontal). Επίσης, 
συντελεί στην αναδίπλωση των φιγούρων όταν η τρέχουσα γραµµή ή στήλη είναι γεµάτη.  
 
• XYLayout: Τοποθετεί  κάθε φιγούρα στη θέση και τις διαστάσεις που καθορίζονται από 
τον ορθογώνιο περιορισµό της. 
 
Μπορούµε να δηµιουργήσουµε τον δικό µας προσαρµοσµένο στις ανάγκες της εφαρµογής 
LayoutManager, κατασκευάζοντας µια υποκλάση της κλάσης AbstractLayout. 
 
5.5 Συνδέσεις 
 
Οι φιγούρες του Draw2D που συµβολίζουν συνδέσεις υλοποιούν τη διασύνδεση 
Connection. Εξορισµού, οι συνδέσεις απεικονίζονται ως ευθείες συνεχείς γραµµές που 
εκτείνονται από τo άκρο της φιγούρας προέλευσης έως το άκρο της φιγούρας προορισµού. 
  
5.5.1 Σηµεία σύνδεσης (Connection anchors) 
 
Το Draw2D διαθέτει κλάσεις οι οποίες αντιπροσωπεύουν διάφορα είδη σηµείων σύνδεσης. 
Η βασική λειτουργία των κλάσεων αυτών συνίσταται στο να περιέχουν τις θέσεις των 
άκρων µιας σύνδεσης και στο να καταχωρούν ακροατές (listeners) που ενηµερώνονται 
όταν µετακινείται το αντίστοιχο άκρο της σύνδεσης. Ενδεικτικά αναφέρουµε τους 
ακόλουθους τύπους σηµείων σύνδεσης: 
 
• ChopboxAnchor: προσαρτάται στο σηµείο του περιγράµµατος της φιγούρας όπου η 
σύνδεση θα έτεµνε τη φιγούρα, αν η γραµµή της σύνδεσης προεκτεινόταν προς το 
κέντρο της φιγούρας. 
• LabelAnchor: έχει σχεδιαστεί αποκλειστικά για φιγούρες τύπου Label. Η θέση του 
σηµείου σύνδεσης εξαρτάται από το κέντρο του εικονιδίου της ετικέτας. 
• EllipseAnchor: αποτελεί παραλλαγή του ChopboxAnchor για ελλειπτικές 
φιγούρες. 
• XYAnchor: χρησιµοποιείται για σηµεία σύνδεσης που τοποθετούνται σε µια 
σταθερή, προκαθορισµένη θέση. 
 
H επιλογή του είδους ενός σηµείου σύνδεσης εξαρτάται µεταξύ άλλων από το είδος της 
φιγούρας που χρησιµοποιείται στο αντίστοιχο άκρο της σύνδεσης.    
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5.5.2 ∆ροµολογητές συνδέσεων (Connection routers) 
 
Υπολογίζουν τη διαδροµή που ακολουθεί µια σύνδεση για να φτάσει από το ένα άκρο της 
στο άλλο, λαµβάνοντας υπόψη έναν συσχετιζόµενο περιορισµό και τις θέσεις των σηµείων 
σύνδεσης (ConnectionAnchors) προέλευσης και προορισµού. Ειδικότερα, οι µέθοδοι 
ConnectionRouter.route(Connection) και 
ConnectionRouter.setConstraint(Connection, Object) εξυπηρετούν το σκοπό 
αυτό.  
Κατά κανόνα πολλαπλές συνδέσεις µοιράζονται τον ίδιο δροµολογητή, γεγονός που 
συµβάλλει στην αποφυγή επικαλύψεων µεταξύ των συνδέσεων. Στους διαθέσιµους 
δροµολογητές συνδέσεων του Draw2D περιλαµβάνονται και οι εξής(Moore et. al., 2004): 
• NullConnectionRouter : Εξορισµού σχεδιάζει µια ευθεία γραµµή ανάµεσα στα 
άκρα της σύνδεσης. 
• AutomaticRouter : Αποτρέπει την επικάλυψη των συνδέσεων. 
• ManhattanConnectionRouter : ∆ροµολογεί µια σύνδεση χρησιµοποιώντας 
αποκλειστικά οριζόντια και κατακόρυφα ευθύγραµµα τµήµατα. Επίσης, τηρεί 
διαχωρισµένες συνδέσεις που διαφορετικά θα επικαλύπτονταν. 
 
 
Εικόνα: ∆ροµολόγηση συνδέσεων µε τον ManhattanConnectionRouter 
Πηγή: Moore et al. (2004) 
 
5.5.3 Η κλάση Polyline 
 
Χρησιµοποιείται για την αναπαράσταση µιας λίστας σηµείων τα οποία συνδέονται µεταξύ 
τους µε γραµµές. Μπορούµε να ορίσουµε τα σηµεία αυτά µε την κλήση της µεθόδου 
Polyline.setPoints(PointList).  
 
5.5.4 Η κλάση PolylineConnection 
 
Πρόκειται για µια φιγούρα τύπου Polyline η οποία ακροάζεται συµβάντα σχετικά µε την 
µετακίνηση των άκρων της σύνδεσης και διαθέτει έναν συσχετιζόµενο δροµολογητή 
συνδέσεων. 
 
Ακόµη, η κλάση PolylineConnection προσφέρει ορισµένα πρόσθετα χαρακτηριστικά 
πέρα από αυτά που ορίζονται από τις κλάσεις Polyline και Connection (Lemaigre, 
2010):  
• Έχει εγκατεστηµένο εξορισµού τον LayoutManager DelegatingLayout, ο οποίος 
δέχεται ως περιορισµούς αντικείµενα που υλοποιούν τη διασύνδεση Locator. Σαν 
αποτέλεσµα, καθίσταται εφικτή η τοποθέτηση ετικετών στο τέλος, στη µέση ή στην 
αρχή µιας σύνδεσης (ανάλογα µε το είδος του Locator που επιλέγεται) .  
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• Είναι δυνατή η προσθήκη διακοσµητικών φιγούρων στα άκρα της σύνδεσης. Για 
παράδειγµα, µπορεί να προστεθεί ένα βέλος στο τέλος ή την αρχή της σύνδεσης.  
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6 GEF (Graphical Modeling Framework) 
 
6.1 Γενικά 
 
To GEF αποτελεί λογισµικό ανοιχτού κώδικα και αποσκοπεί γενικά στη γραφική 
αναπαράσταση πληροφοριών. Έχει χρησιµοποιηθεί για την κατασκευή µιας ποικιλίας 
εφαρµογών, περιλαµβανοµένων διαγραµµάτων καταστάσεων, διαγραµµάτων κλάσεων, 
εργαλείων για την προβολή και επεξεργασία του σχήµατος µιας βάσης(Zoio, 2004), τη 
δηµιουργία λογικών κυκλωµάτων ή τη διαχείριση µιας ροής εργασιών. Στα παραδείγµατα 
χρήσης του GEF συγκαταλέγονται εργαλεία όπως το TopCased UML, το Rational 
Software Architect της IBM ή το Apollo της Gentleware (Pilgrim & Duske, 2008).  
 
Το GEF αποτελείται από τρία επιµέρους υποσυστήµατα (Clayberg & Rubel , 2009) : 
 
A) το Draw2D (org.eclipse.draw2d.*)  
 
B) το GEF Framework (org.eclipse.gef.*): τοποθετείται ένα επίπεδο πάνω από το 
Draw2D µε στόχο τη διευκόλυνση της αλληλεπίδρασης του χρήστη µε τα γραφικά 
συστατικά. 
 
Γ) το Zest (org.eclipse.zest.*) : βασίζεται στο Draw2D για τη δηµιουργία γράφων. 
 
Η εγκατάσταση ενός ή περισσότερων από τα παραπάνω υποσυστήµατα του GEF 
επιτυγχάνεται µε το κατέβασµα και την αποσυµπίεσή τους στην διαδροµή εγκατάστασης 
του Eclipse ή εναλλακτικά χρησιµοποιώντας τον Update Manager του Eclipse. 
 
Ο δικτυακός τόπος του GEF(http://www.eclipse.org/gef) προσφέρει πρόσβαση σε ένα 
µεγάλο εύρος σχετικών πηγών που περιλαµβάνουν τόσο παραδείγµατα κώδικα όσο και 
τεκµηρίωση. 
 
6.2 Η αρχιτεκτονική του GEF  
 
Το GEF έχει σχεδιαστεί σύµφωνα µε την αρχιτεκτονική  Model-View-Controller (MVC) 
και απαρτίζεται από τρία κύρια συστατικά : 1) το µοντέλο, 2) τη γραφική αναπαράσταση 
(view) και 3) τον controller, ο οποίος συντονίζει το µοντέλο µε τη γραφική του 
αναπαράσταση, µεταβιβάζοντας πληροφορίες ανάµεσά τους όποτε αυτό κρίνεται 
απαραίτητο. 
 
6.2.1 Το µοντέλο 
 
Το µοντέλο περιέχει όλα τα δεδοµένα που θα είναι ορατά και τροποποιήσιµα από το 
χρήστη, ενώ δεν θα πρέπει να έχει αναφορές στον controller ή τη γραφική αναπαράσταση 
(view).  
 
Το GEF δεν απαιτεί την ύπαρξη ενός συγκεκριµένου είδους µοντέλου, αλλά υποστηρίζει 
µια ευρεία γκάµα µοντέλων, από σύνολα απλών αντικειµένων της Java (Plain Old Java 
Objects) µέχρι πολύπλοκα µοντέλα που έχουν αναπτυχθεί µε το EMF. Με τον τρόπο αυτό, 
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σχεδόν οποιοδήποτε µοντέλο µπορεί να χρησιµοποιηθεί από το GEF. Ωστόσο, κατά τη 
σχεδίαση και υλοποίηση ενός µοντέλου συστήνεται η υιοθέτηση κάποιων αρχών. Για 
παράδειγµα, απαιτείται η ύπαρξη ενός µηχανισµού ειδοποιήσεων αναφορικά µε τις 
µεταβολές του µοντέλου.  Για το σκοπό αυτό µπορούν να αξιοποιηθούν  έτοιµες 
υλοποιήσεις που διατίθενται από το Eclipse ή το πακέτο java.beans (Lemaigre, 2010). 
 
6.2.1.1 ∆ιάσπαση του µοντέλου σε επιχειρησιακό µοντέλο και µοντέλο γραφικής 
απεικόνισης 
 
Συχνά απαιτείται η τήρηση πληροφοριών αναφορικά µε τη θέση, το µέγεθος ή άλλες 
ιδιότητες των φιγούρων ενός διαγράµµατος. Έτσι, υπάρχουν διάφορες προσεγγίσεις ως 
προς την κατασκευή του τελικού µοντέλου που θα χρησιµοποιηθεί σε µια εφαρµογή 
(Moore et. al., 2004): 
 
1. ∆ηµιουργία µιας τροποποιηµένης έκδοσης του αρχικού µοντέλου, µε τις πρόσθετες 
πληροφορίες που συνδέονται µε τη γραφική απεικόνιση να προστίθενται απευθείας 
στα αρχικά αντικείµενα του µοντέλου.  
 
2. Χρησιµοποίηση δύο διακριτών µοντέλων, του επιχειρησιακού µοντέλου(business 
model) όπου τηρούνται οι ουσιαστικές σηµασιολογικές λεπτοµέρειες και ενός νέου 
µοντέλου όπου αποθηκεύονται πληροφορίες σχετικές µε τη γραφική 
αναπαράσταση(view model). Αποτελεί την προσέγγιση που χρησιµοποιείται από το 
εργαλείο Omondo UML, ενώ καθιστά δυνατή την ύπαρξη περισσότερων του ενός 
διαγραµµάτων για το ίδιο επιχειρησιακό µοντέλο. 
 
3. Χρησιµοποίηση τεχνικών µοντελοποίησης ώστε να καταστεί σαφής η σύνδεση 
ανάµεσα στο επιχειρησιακό και το µοντέλο της γραφικής απεικόνισης. Για 
παράδειγµα, δηµιουργία ενός νέου πακέτου που εισάγει το επιχειρησιακό µοντέλο 
και δηµιουργεί υποκλάσεις όλων των αντικειµένων του, µε τις σχετικές µε την 
γραφική αναπαράσταση πληροφορίες να προστίθενται στις υποκλάσεις αυτές. 
 
 
 
 
Εικόνα 6.2.1.1.1: ∆ιαχωρισµός ενός µοντέλου σε επιχειρησιακό µοντέλο και σε µοντέλο γραφικής 
αναπαράστασης.  
Πηγή: Hudson (2006) 
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6.2.2 Η γραφική αναπαράσταση (View) 
 
Πρόκειται για τη γραφική απεικόνιση του µοντέλου ή ενός από τα επιµέρους τµήµατά του. 
Η απεικόνιση αυτή, µπορεί να είναι απλή όπως ένα ορθογώνιο ή µια έλλειψη ή πολύπλοκη 
όπως ένα λογικό κύκλωµα. Η αρχιτεκτονική MVC ορίζει τις ακόλουθες απαιτήσεις για τα 
συστατικά της γραφικής αναπαράστασης:  
• ∆εν θα πρέπει να τηρούν σηµαντικά δεδοµένα τα οποία δεν αποθηκεύονται ήδη στο 
µοντέλο.  
• ∆εν θα πρέπει να τηρούν αναφορές στο µοντέλου ή σε οποιοδήποτε άλλο τµήµα 
του editor.  
Επιπλέον,  θεωρείται καλή πρακτική η πρόσβαση στις ιδιότητες των διαφορετικών 
δοµικών στοιχείων της γραφικής αναπαράστασης µέσω διασυνδέσεων (interfaces) 
(Lemaigre,2010) 
To GEF χρησιµοποιεί για τη γραφική αναπαράσταση ενός µοντέλου ένα σύνολο από 
φιγούρες του Draw2D, αν και µπορεί να χρησιµοποιηθεί οποιαδήποτε κλάση υλοποιεί τη 
διασύνδεση IFigure. Οι φιγούρες µπορεί να είναι διαφανείς ή αδιαφανείς, και είναι 
δυνατό να οργανώνονται σε επίπεδα, επιτρέποντας σε ορισµένα µέρη του διαγράµµατος να 
εξαιρούνται από κάποιες λειτουργίες. 
 
Σε ό,τι αφορά τον τρόπο µε τον οποίο θα συνδυαστούν οι φιγούρες του Draw2D ώστε να 
απεικονίσουν γραφικά το µοντέλο, ορισµένες φιγούρες µπορούν να χρησιµοποιηθούν 
απευθείας προκειµένου να αναπαραστήσουν ένα από τα αντικείµενα του µοντέλου, ενώ 
άλλες φορές τα επιθυµητά αποτελέσµατα µπορούν να επιτευχθούν συνθέτοντας πολλαπλές 
φιγούρες, LayoutManagers, και / ή περιγράµµατα. Τέλος είναι δυνατή η συγγραφή 
εξειδικευµένων υλοποιήσεων φιγούρων οι οποίες επεκτείνουν ενσωµατωµένες φιγούρες 
του Draw2D και σχεδιάζονται ειδικά για τη συγκεκριµένη εφαρµογή. 
 
6.2.3 Ο Controller του GEF  
 
Ο controller του GEF, ο οποίος συνίσταται σε µια συλλογή από edit parts, συνδέει το 
µοντέλο µε τη γραφική του αναπαράσταση. Κάθε edit part αποτελεί υποκλάση της κλάσης 
EditPart και είναι υπεύθυνο για τη δηµιουργία και διαχείριση των φιγούρων που 
αναπαριστούν το συσχετιζόµενο αντικείµενο (ή αντικείµενα) του µοντέλου.  
 
Τα edit parts είναι ουσιαστικά τα στοιχεία εκείνα µε τα οποία αλληλεπιδρά ο χρήστης. 
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Εικόνα 6.2.3.1: Η αρχιτεκτονική Model View Controller 
Πηγή: GEF Programmer’s Guide 
 
Στην πραγµατικότητα τα edit parts ταξινοµούνται σε τρεις διαφορετικές κατηγορίες, 
ανάλογα µε την επιθυµητή οπτική αναπαράσταση (Moore et  al. , 2004): 
 
1) GraphicalEditPart: απεικονίζει γραφικά στοιχεία όπως µια φιγούρα ή µια συλλογή 
από φιγούρες  
2) ConnectionEditPart : απεικονίζει µια σύνδεση ανάµεσα σε edit parts τύπου 
GraphicalEditPart. 
3) TreeEditPart:  χρησιµοποιείται για την κατασκευή δέντρων του µοντέλου 
 
 
Συνήθως, οι συµβάσεις ονοµατολογίας των αντικειµένων του µοντέλου αντικατοπτρίζονται 
στα edit parts που δηµιουργούνται για αυτά (Clayberg & Rubel, 2009). Με τον τρόπο αυτό, 
το edit part του αντικειµένου ClassElement ονοµάζεται ClassElementEditPart. 
 
6.2.3.1 Τα edit parts που απεικονίζουν φιγούρες του Draw2D  
 
Η κλάση AbstractGraphicalEditPart αποτελεί τη βασική κλάση των edit parts που 
χρησιµοποιούν φιγούρες του Draw2D. Μπορούµε να καθορίσουµε το αντικείµενο του 
µοντέλου που συσχετίζεται µε ένα edit part καλώντας τη µέθοδο setModel(Object), ενώ 
συνήθως επικαλύπτονται οι ακόλουθες µέθοδοι της AbstractGraphicalEditPart 
(Lemaigre, 2010): 
• protected IFigure createFigure() :  δηµιουργεί µια γραφική αναπαράσταση 
για το αντικείµενο του µοντέλου που συνδέεται µε το τρέχον edit part.  
• public void refreshVisuals() : ενηµερώνει τη γραφική αναπαράσταση µε 
δεδοµένα τα οποία εξάγονται από το συσχετιζόµενο αντικείµενο του µοντέλου. Η 
µέθοδος αυτή  καλείται αµέσως µετά τη δηµιουργία της φιγούρας.  
• protected List getModelChildren() : επιστρέφει τη λίστα των αντικειµένων 
του µοντέλου που αναπαριστώνται ως παιδιά του τρέχοντος edit part (εξορισµού 
επιστρέφει µια κενή λίστα) .  
Η µέθοδος getModelChildren() χρησιµοποιεί ένα HashSet για την τήρηση των 
αντικειµένων του µοντέλου, και συνεπώς η σειρά µε την οποία αυτά επιστρέφονται 
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είναι απροσδιόριστη. Σαν αποτέλεσµα, οι φιγούρες που αναπαριστούν τα 
παραπάνω αντικείµενα εµφανίζονται  µε τυχαία σειρά η µία σε σχέση µε την άλλη 
(Clayberg & Rubel, 2009). 
Θα πρέπει να αναφερθεί ότι, η µέθοδος getModelChildren() καλείται 
αποκλειστικά από τη µέθοδο refreshChildren() η οποία µε τη σειρά της καλείται 
από τη µέθοδο refresh(). Η µέθοδος  refresh() καλείται από το GEF όταν το 
edit part εµφανίζεται για πρώτη φορά. 
 
6.2.3.2 Τα edit parts που συµµετέχουν στην απεικόνιση µιας σύνδεσης 
 
Προκειµένου να αναπαρασταθεί µια σύνδεση δηµιουργείται συνήθως µια υποκλάση της 
AbstractConnectionEditPart η οποία µε τη σειρά της επεκτείνει την 
AbstractGraphicalEditPart .  Η φιγούρα ενός edit part τύπου 
AbstractConnectionEditPart πρέπει γενικά να υλοποιεί τη διασύνδεση Connection. 
Θα πρέπει να σηµειωθεί ωστόσο ότι δεν είναι απαραίτητο να δηµιουργήσουµε µια φιγούρα 
για τον συµβολισµό της σύνδεσης, καθώς η εξορισµού δηµιουργία της φιγούρας 
PolylineConnection (από το AbstractConnectionEditPart) είναι κατάλληλη στην 
πλειονότητα των περιπτώσεων. (Hudson, 2006) 
 
Εξορισµού, ένα AbstractConnectionEditPart χρησιµοποιεί σηµεία σύνδεσης τύπου 
ChopBoxAnchor. Εάν αυτό δεν προσιδιάζει στις ανάγκες της εφαρµογής, τότε θα πρέπει να 
υλοποιηθεί η διασύνδεση NodeEditPart από τα edit parts που αποτελούν τους κόµβους 
της σύνδεσης ώστε να κατασκευαστούν εξειδικευµένα σηµεία σύνδεσης(Lemaigre, 2010).  
 
Κάθε edit part που αποτελεί την προέλευση ή/και τον προορισµό συνδέσεων επιστρέφει τα 
αντικείµενα του µοντέλου που αντιστοιχούν στις συνδέσεις αυτές, επικαλύπτοντας τις 
µεθόδους getModelSourceConnections() και getModelTargetConnections() 
αντίστοιχα. Με τον τρόπο αυτό, κάθε τέτοιο αντικείµενο πρέπει να επιστρέφεται από την 
µέθοδο getModelSourceConnections() ενός ακριβώς edit part και από τη µέθοδο 
getModelTargetConnections() ενός ακριβώς edit part. 
 
Όταν ένα edit part προέλευσης αρχικοποιείται θέτει τον εαυτό του ως προέλευση της 
σύνδεσης. Παρόµοια, όταν αρχικοποιείται το αντίστοιχο edit part προορισµού, θέτει τον 
εαυτό του ως προορισµό της σύνδεσης. Κατά την ενεργοποίηση ενός edit part, 
ενεργοποιούνται όλες οι συνδέσεις που έχουν σαν προέλευση το edit part αυτό. Παρόλα 
αυτά, οι συνδέσεις προορισµού δεν ενεργοποιούνται έτσι ώστε να µην πραγµατοποιείται 
δύο φορές η ενεργοποίηση των συνδέσεων(Clayberg & Rubel , 2009). 
 
Τέλος, όταν το EditPart προέλευσης ή προορισµού µιας σύνδεσης αλλάζει, το αντίστοιχο 
AbstractConnectionEditPart επανασχεδιάζεται (µε την προϋπόθεση ότι τόσο το edit 
part προορισµού όσο και το edit part προέλευσης είναι διάφορα του null). 
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6.2.3.3  Ο κύκλος ζωής των edit parts 
 
Όταν ένα edit part πρωτοδηµιουργείται,  δεν είναι ορατό και ενεργό. Γίνεται ενεργό όταν 
το GEF πληροφορείται την ύπαρξή του, οπότε καλείται η µέθοδος EditPart.activate. 
Εάν ένα edit part παύσει να χρησιµοποιείται για κάποιο λόγο (είτε µετά το κλείσιµο του 
editor ή σαν αποτέλεσµα της διαγραφής του αντικειµένου του µοντέλου που 
αναπαρίσταται από το edit part), τότε αυτό απενεργοποιείται µε την κλήση της µεθόδου 
EditPart.deactivate. Oι µέθοδοι  activate() και deactivate() προσφέρονται για 
την προσθήκη και κατάργηση ακροατών(listeners) του µοντέλου µε τη µέθοδο 
EditPart.deactivate να ενδείκνυται και για την ελευθέρωση πόρων που 
χρησιµοποιούνται από το edit part (για παράδειγµα εικόνες του SWT ή γραµµατοσειρές) 
(Moore et al. , 2004).  
 
Θα πρέπει να σηµειωθεί ότι στην περίπτωση που ο χρήστης αναιρέσει τη διαγραφή ενός 
αντικειµένου,  δηµιουργείται ένα διαφορετικό edit part προκειµένου να αναπαραστήσει το 
επανακτηµένο αντικείµενο του µοντέλου(Hudson, 2006). Αυτός είναι και ο λόγος που δε 
συνιστάται η τήρηση στα edit parts, πληροφοριών που αναφέρονται στην κατάσταση του 
διαγράµµατος. 
 
6.3 Αντιστοίχιση των αντικειµένων του µοντέλου µε edit parts  
 
Συνήθως, κάθε αντικείµενο του µοντέλου που απεικονίζεται στον καµβά του GEF έχει ένα 
αντίστοιχο edit part. Στην περίπτωση αυτή, η ιεραρχία κλάσεων των edit parts είναι ίδια µε 
αυτή των κλάσεων του µοντέλου. Ωστόσο, δεν είναι απαραίτητο να υπάρχει µια 
αντιστοιχία ένα προς ένα ανάµεσα στα αντικείµενα του µοντέλου και τα χρησιµοποιούµενα 
edit parts. Ως εκ τούτου, το πρώτο βήµα κατά την ανάπτυξη µιας εφαρµογής είναι ο 
καθορισµός των αντικειµένων του µοντέλου που θα αναπαρίστανται από κάθε edit part και 
εξαρτάται σε µεγάλο βαθµό από την επιθυµητή γραφική απεικόνιση κάθε αντικειµένου. 
 
Κατά κανόνα ένα edit part χρησιµοποιείται για να απεικονίσει κάτι µε το οποίο ο χρήστης 
αλληλεπιδρά µεµονωµένα(Moore et al. , 2004).  Έτσι, µία προσέγγιση  συνίσταται στην 
κατασκευή σε πρώτη φάση ενός edit part για κάθε κλάση του µοντέλου και στην απόφαση 
στη συνέχεια του κατά πόσο απαιτούνται πρόσθετα edit parts για την απεικόνιση των 
ιδιοτήτων της κλάσης. 
 
Γενικά, είναι δυνατό να χρησιµοποιηθούν περισσότερα του ενός edit parts για την 
αναπαράσταση ενός αντικειµένου του µοντέλου, να χρησιµοποιηθεί ένα µόνο edit part για 
την αναπαράσταση πολλαπλών αντικειµένων του µοντέλου( κάτι που είναι σύνηθες όταν 
υπάρχουν σχέσεις περιεκτικότητας στο µοντέλο) ή ακόµα και να δηµιουργηθούν edit parts 
που δεν αντιστοιχίζονται άµεσα σε αντικείµενα του µοντέλου (για παράδειγµα, τα edit 
parts που αναπαριστούν κάποιο είδος κατάστασης η οποία εξάγεται από αντικείµενα του 
µοντέλου) (Moore et al., 2004). Στην τελευταία περίπτωση απαιτείται και πάλι η συσχέτιση 
ενός αντικειµένου µε το edit part µε τη βοήθεια της µεθόδου EditPart .setModel() . 
Ωστόσο το αντικείµενο αυτό δεν είναι απαραίτητο να είναι ένα αντικείµενο που ανήκει στο 
µοντέλο και µπορεί να είναι οποιοδήποτε αντικείµενο της Java. 
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6.4 Εµφάνιση των edit parts στο περιβάλλον του Eclipse 
 
 
Εικόνα 6.4.1: Ένα απλουστευµένο διάγραµµα των βασικών κλάσεων που συµµετέχουν στο σύστηµα του 
GEF 
Πηγή: Riel (2008) 
 
6.4.1 Ο EditPartViewer 
 
∆ιευκολύνει την ενσωµάτωση των edit parts στο χώρο εργασίας του Eclipse. Το GEF 
προσφέρει δύο είδη EditPartViewer:  
 
1) GraphicalViewer: χρησιµοποιείται για την εµφάνιση φιγούρων οι οποίες σχεδιάζονται 
σε έναν καµβά του SWT. Πιο συγκεκριµένα, στον GraphicalViewer µεταβιβάζεται ένα 
µοντέλο
7
, οπότε αυτός δηµιουργεί και εµφανίζει τη γραφική απεικόνιση του µοντέλου. 
 
Υπάρχουν διαθέσιµες δύο υλοποιήσεις του GraphicalViewer: 1) η κλάση 
GraphicalViewerImpl και 2) η κλάση ScrollingGraphicalViewer που υποστηρίζει 
επιπρόσθετα την κύλιση των περιεχοµένων του καµβά σχεδίασης.  
 
Ένας GraphicalViewer µπορεί να χρησιµοποιηθεί οπουδήποτε είναι διαθέσιµο ένα 
ελεγκτήριο του SWT (SWT control).  
 
2) TreeViewer: χρησιµοποιείται για την προβολή ενός δέντρου του µοντέλου (SWT Tree) 
 
Ο EditPartViewer τηρεί ένα µητρώο µε τις αντιστοιχίσεις των αντικειµένων του 
µοντέλου σε edit parts επιτρέποντας µε τον τρόπο αυτό την ανάκτηση του edit part που 
σχετίζεται µε ένα δοσµένο αντικείµενο του µοντέλου. Επιπλέον, ο GraphicalViewer τηρεί 
συµπληρωµατικά ένα µητρώο µε τις αντιστοιχίσεις των φιγούρων σε edit parts (Lemaigre, 
2010). 
                                                 
7
 Ουσιαστικά µεταβιβάζεται το στοιχείο εκείνο που αποτελεί τη ρίζα του µοντέλου. 
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6.4.2  To ριζικό edit part (RootEditPart) 
 
Τα edit parts οργανώνονται σε µια ιεραρχική δοµή µε το RootEditPart να αποτελεί τη 
ρίζα της δοµής αυτής. Το RootEditPart συνιστά edit part ειδικού τύπου και η 
λειτουργικότητά του δεν εξαρτάται από κάποιο αντικείµενο του µοντέλου. Συνεπώς, το 
RootEditPart µπορεί να ειδωθεί ως η διασύνδεση ανάµεσα στον GraphicalViewer και 
τα edit parts που συσχετίζονται µε αντικείµενα του µοντέλου. 
Από τις υλοποιήσεις που παρέχει το GEF, χρησιµοποιούνται συνήθως οι ακόλουθες δύο:  η 
κλάση ScalableRootEditPart και  η κλάση ScalableFreeformRootEditPart. Και οι 
δύο υλοποιήσεις προσφέρουν δυνατότητα µεγέθυνσης/σµίκρυνσης ενώ αποτελούνται από 
µια στοίβα επιπέδων του Draw2D, καθένα από τα οποία εξυπηρετεί ένα διαφορετικό 
σκοπό (για παράδειγµα το επίπεδο των συνδέσεων). Η µοναδική διαφορά έγκειται στο ότι 
το ScalableFreeformRootEditPart µπορεί να επεκταθεί σε όλες τις διευθύνσεις, 
επιτρέποντας στις φιγούρες που περιέχονται σε αυτό να έχουν αρνητικές συντεταγµένες 
(Moore et al., 2004).  
 
6.4.2.1 Το επίπεδο συνδέσεων (ConnectionLayer) του ριζικού edit part 
 
Η κλάση ConnectionLayer χρησιµοποιείται από τα ριζικά edit parts του GEF ως το 
επίπεδο που περιλαµβάνει όλες τις συνδέσεις και σχεδιάζεται πάνω από το επίπεδο όπου 
περιέχονται οι υπόλοιπες φιγούρες. Ειδικότερα, πρόκειται για µια υποκλάση της 
FreeformLayer, ενώ ο δροµολογητής συνδέσεων του αντίστοιχου επιπέδου είναι κοινός 
για όλες τις φιγούρες – παιδιά που υλοποιούν τη διασύνδεση Connection.  
 
Στο επόµενο παράδειγµα θέτουµε τον ManhattanConnectionRouter ως δροµολογητή 
των συνδέσεων ενός διαγράµµατος κατά την αρχικοποίηση του GraphicalViewer. Για το 
σκοπό αυτό καλείται η µέθοδος 
ConnectionLayer.setConnectionRouter(ConnectionRouter). 
 
protected void configureGraphicalViewer() {  
 super.configureGraphicalViewer(); 
 GraphicalViewer viewer = this.getGraphicalViewer(); 
 RootEditPart root = viewer.getRootEditPart(); 
 if (root instanceof LayerManager) { 
  ((ConnectionLayer) ((LayerManager) root) 
                     .getLayer(LayerConstants.CONNECTION_LAYER)) 
                     .setConnectionRouter( 
                                       new ManhattanConnectionRouter()); 
  } 
} 
 
6.4.3 Το edit part περιεχοµένων (Contents EditPart) 
 
Πρόκειται για το edit part που αντιστοιχεί στο ίδιο το διάγραµµα και συνιστά το άµεσο 
περιεχόµενο του EditPartViewer. Αντιστοιχεί στο στοιχείο υψηλότερου επιπέδου του 
µοντέλου και έχει σαν γονικό edit part το ριζικό edit part. Κάθε EditPartViewer µπορεί 
να έχει ένα µόνο edit part αυτού του τύπου.  
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Εικόνα 6.4.3.1: Τα edit parts στα πλαίσια ενός EditPartViewer 
 
Η φιγούρα του edit part περιεχοµένων εξυπηρετεί ως η φιγούρα υποβάθρου του 
διαγράµµατος. 
 
6.4.4 Το EditPartFactory 
 
Επιστρέφει ένα κατάλληλο edit part. Για το σκοπό αυτό, δηλώνεται µια µέθοδος µε την 
ονοµασία createEditPart(). Εάν δεν έχει οριστεί edit part για ένα συγκεκριµένο 
αντικείµενο του µοντέλου, παράγεται συνήθως µια εξαίρεση τύπου 
IllegalStateException (Clayberg & Rubel, 2009). 
 
Το EditPartFactory χρησιµοποιείται από το GEF κατά την προσθήκη νέων αντικειµένων 
στο µοντέλο, ενώ είναι απαραίτητη η υλοποίηση ενός EditPartFactory για κάθε 
χρησιµοποιούµενο EditPartViewer.  
 
    public interface EditPartFactory{ 
     EditPart createEditPart(EditPart context, Object model); 
    } 
 
6.5 Η διαδικασία κατασκευής της γραφικής αναπαράστασης ενός µοντέλου 
 
Ακολουθεί µια χρονολογική περιγραφή των ενεργειών που λαµβάνουν χώρα κατά την 
κατασκευή της γραφικής αναπαράστασης ενός µοντέλου (Lemaigre, 2010):  
1. Το στοιχείο ρίζας του µοντέλου (το οποίο είναι γνωστό ως “contents”) 
µεταβιβάζεται στον EditPartViewer.  
2. Καλείται το EditPartFactory προκειµένου να δηµιουργηθεί ένα edit part(το edit 
part περιεχοµένων) για το παραπάνω αντικείµενο.  
3. Καλούνται οι µέθοδοι createFigure() και refreshVisuals() στο edit part του 
προηγούµενου βήµατος οπότε κατασκευάζεται η φιγούρα του, η οποία στη 
συνέχεια προστίθεται στο κατάλληλο επίπεδο του ριζικού edit part.  
4. Καλείται η µέθοδος getModelChildren() στο edit part περιεχοµένων. Για κάθε 
αντικείµενο του µοντέλου το οποίο περιέχεται στη λίστα που επιστρέφεται από την 
getModelChildren(), κατασκευάζεται το κατάλληλο edit part και προστίθεται ως 
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παιδί του edit part περιεχοµένων. Για το σκοπό αυτό καλείται η µέθοδος 
EditPart.createChild(Object model), η οποία εξορισµού καλεί το 
EditPartFactory και αναθέτει σε αυτό την εργασία κατασκευής του κατάλληλου 
edit part.  
5. Καλούνται οι µέθοδοι createFigure() και refreshVisuals() για κάθε ένα από 
τα edit parts – παιδιά και οι δηµιουργούµενες φιγούρες προστίθενται ως παιδιά της 
φιγούρας του edit part περιεχοµένων.  
6. Καλείται η µέθοδος getModelChildren() για κάθε edit part – παιδί και η 
διαδικασία συνεχίζεται έως ότου ολοκληρωθεί η κατασκευή του δέντρου των edit 
parts . Πιο συγκεκριµένα, η διαδικασία τερµατίζεται όταν οι µέθοδοι 
getModelChildren()των edit parts που αποτελούν τα φύλλα του δέντρου, 
επιστρέψουν µια κενή λίστα. 
  
Εικόνα 6.5.1: Η διαδικασία κατασκευής της γραφικής αναπαράστασης ενός µοντέλου από το GEF 
Πηγή: Lemaigre  (2010) 
 
 
6.6 Παρακολούθηση των µεταβολών του µοντέλου 
 
Γενικά, καθώς το µοντέλο µεταβάλλεται, τα edit parts ειδοποιούνται για τις µεταβολές 
αυτές και ενηµερώνουν τις φιγούρες σε τρόπο ώστε η οπτική αναπαράσταση να παραµένει 
συγχρονισµένη µε το µοντέλο. Για το σκοπό αυτό, το µοντέλο πρέπει να παρέχει κάποιο 
µηχανισµό αποστολής ειδοποιήσεων
8
 (notification mechanism), ο οποίος είναι είτε 
κατανεµηµένος ή κεντρικός. Στην πρώτη περίπτωση, κάθε edit part προστίθεται ως 
ακροατής (listener) στα αντικείµενα του µοντέλου που το επηρεάζουν. Στη δεύτερη 
                                                 
8
 Εξαίρεση αποτελούν τα µοντέλα που προορίζονται µόνο για ανάγνωση. 
 44 
περίπτωση υπάρχει συνήθως ένας ακροατής, ο οποίος κάθε φορά που λαµβάνει µια 
ειδοποίηση αναφορικά µε την µεταβολή ενός αντικειµένου του µοντέλου, εντοπίζει τα 
επηρεαζόµενα edit parts και προωθεί την ειδοποίηση σε αυτά (Hudson, 2006). 
 
Εάν ένα edit part αναπαριστά πολλαπλά αντικείµενα του µοντέλου, τότε θα πρέπει να 
παρακολουθεί τις µεταβολές όλων αυτών των αντικειµένων. Επιπλέον, σε ό,τι αφορά τα 
edit parts που περιέχουν ή συνδέονται σε edit parts τα οποία δεν αντιστοιχίζονται άµεσα σε 
αντικείµενα του µοντέλου, αυτά θα πρέπει να παρακολουθούν τις µεταβολές σε όλα τα 
αντικείµενα του µοντέλου που συµµετέχουν στην διαµόρφωση της κατάστασης των 
τελευταίων (Moore et al., 2004). 
 
Εικόνα 6.6.1: Παρακολούθηση των µεταβολών σε µια ιδιότητα ενός αντικειµένου του µοντέλου 
Πηγή: Lemaigre (2010) 
 
Η κλάση AbstractEditPart προσφέρει τις ακόλουθες µεθόδους για την ενηµέρωση της 
γραφικής αναπαράστασης του µοντέλου :  
 
• τη µέθοδο refreshVisuals() η οποία µπορεί να χρησιµοποιηθεί για απλές 
µεταβολές ιδιοτήτων . Για να βελτιωθεί η απόδοση, είναι δυνατό ο κώδικας για 
κάθε ιδιότητα του µοντέλου να τοποθετηθεί σε µια ξεχωριστή µέθοδο, οπότε κάθε 
φορά που µεταβάλλεται το µοντέλο εκτελείται η ελάχιστη ποσότητα κώδικα για 
τη συγκεκριµένη µεταβολή. (Hudson, 2006) 
• τη µέθοδο refreshChildren() που χρησιµοποιείται για δοµικές µεταβολές των 
αντικειµένων του µοντέλου. Για παράδειγµα, εάν έχει διαγραφεί ένα αντικείµενο 
- παιδί του συσχετιζόµενου µε το edit part αντικειµένου,  η κλήση της 
refreshChildren() θα έχει σαν αποτέλεσµα την αφαίρεση του αντίστοιχου edit 
part και της φιγούρας του από το διάγραµµα.  
 
Ακόµη, η κλάση AbstractGraphicalEditPart παρέχει επιπρόσθετα τις µεθόδους 
refreshSourceConnections() και refreshTargetConnections() για την ανανέωση 
των συνδέσεων προέλευσης και προορισµού αντίστοιχα. 
Οι παραπάνω µέθοδοι καλούνται µία µόνο φορά κατά την αρχικοποίηση ενός edit part. 
Είναι ευθύνη της εφαρµογής να τις καλέσει ως απόκριση στα συµβάντα που 
πυροδοτούνται από το αντικείµενο(ή τα αντικείµενα) του µοντέλου που συνδέεται µε το 
εξεταζόµενο edit part (Hudson, 2006).  
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Στην περίπτωση που το µοντέλο είναι βασισµένο στο EMF, κάθε edit part προσθέτει τον 
εαυτό του στη λίστα των προσαρµογέων (adapters) των αντικειµένων που αναπαριστά στη 
µέθοδο EditPart.activate() ενώ αφαιρεί τον εαυτό του από τους προσαρµογείς των 
αντικειµένων αυτών στη µέθοδο EditPart.deactivate()(Moore et al., 2004) : 
 
public void activate(){ 
 if (isActive()) 
return; 
 ((Notifier)getNetwork()).eAdapters().add(this); 
  super.activate(); 
} 
 
Επίσης, κάθε edit part υλοποιεί τη µέθοδο notifyChanged(). Για παράδειγµα (Moore et. 
al., 2004): 
 
public void notifyChanged(Notification notification) { 
int type = notification.getEventType(); 
switch( type ) { 
case Notification.ADD: 
case Notification.ADD_MANY: 
case Notification.REMOVE: 
case Notification.REMOVE_MANY: 
refreshChildren(); 
break; 
case Notification.SET: 
refreshVisuals(); 
break; 
} 
} 
 
 
 
6.7 Επεξεργασία του µοντέλου 
 
6.7.1 Το πεδίο επεξεργασίας (EditDomain) 
 
Είναι ο κοινός παρονοµαστής των αντικειµένων του GEF τα οποία συµµετέχουν στην 
διαδικασία επεξεργασίας ενός µοντέλου. Με τον τρόπο αυτό, το πεδίο επεξεργασίας 
παρέχει τη διεπαφή για όλες τις ενέργειες του χρήστη, ενώ παράλληλα διαθέτει µια στοίβα 
εντολών και µια παλέτα εργαλείων και παρακολουθεί το ενεργό εργαλείο. 
Συνήθως υπάρχει ένα πεδίο επεξεργασίας (EditDomain) για κάθε editor, ωστόσο είναι 
πιθανό το ίδιο πεδίο επεξεργασίας να µοιράζεται κατά µήκος αρκετών editors (για 
παράδειγµα στα πλαίσια ενός editor που περιλαµβάνει πολλαπλές σελίδες). 
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6.7.2 Μετάφραση των ενεργειών του χρήστη σε µεταβολές στο µοντέλο  
 
 
 
  
Εικόνα 6.7.2.1: Η αλυσίδα επικοινωνίας Αίτηση (Request) – EditPart – Εντολή (Command) 
Πηγή:Moore, et al. (2004) 
 
Ο χρήστης αλληλεπιδρά µε τη γραφική διεπιφάνεια µε τη βοήθεια του ποντικιού και του 
πληκτρολογίου. Οι ενέργειες του χρήστη στη γραφική διεπιφάνεια παράγουν συµβάντα τα 
οποία συλλαµβάνονται από τον EditPartViewer.  Στην περίπτωση που υπάρχουν 
εγκατεστηµένοι ακροατές(listeners) σε φιγούρες του Draw2D, χρησιµοποιείται ένας 
εξειδικευµένος µηχανισµός προώθησης συµβάντων (EventDispatcher) ο οποίος αποστέλλει 
τα συµβάντα στο Draw2d. Εάν το Draw2d αναλάβει τη διαχείριση των συµβάντων, η 
διαδικασία σταµατά εκεί.  ∆ιαφορετικά, o EditPartViewer προωθεί τα συµβάντα στο 
ενεργό εργαλείο του πεδίου επεξεργασίας.  
 
6.7.2.1 Εργαλεία 
 
Ένα εργαλείο είναι ένα αντικείµενο το οποίο µεταφράζει συµβάντα χαµηλού επιπέδου 
(όπως το πάτηµα του ποντικιού) σε διακριτές αιτήσεις υψηλού επιπέδου, οι  οποίες 
αναπαριστώνται από αντικείµενα τύπου Request. Το είδος της αίτησης που αποστέλλεται 
εξαρτάται από το ποιο εργαλείο είναι ενεργό. Για παράδειγµα, το εργαλείο δηµιουργίας 
συνδέσεων, µετά τη λήψη ενός συµβάντος πατήµατος ποντικιού, στέλνει µια αίτηση για 
την έναρξη ή τον τερµατισµό µιας σύνδεσης. Το GEF παρέχει έναν αριθµό 
προκαθορισµένων εργαλείων καθώς και τα µέσα για τη δηµιουργία εξειδικευµένων 
εργαλείων. Τα εργαλεία είναι δυνατό να ενεργοποιηθούν προγραµµατιστικά ή ως 
απόκριση σε µια ενέργεια του χρήστη
9
, ενώ συνήθως στέλνουν αιτήσεις στο edit part του 
οποίου η φιγούρα βρίσκεται κάτω από το δείκτη του ποντικιού(Majewski, 2004). 
 
 
                                                 
9
 Ο χρήστης µπορεί να ενεργοποιήσει εργαλεία ή να σύρει στοιχεία απευθείας από µια παλέτα εργαλείων. 
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6.7.2.2 Αιτήσεις (Requests) 
 
Οι αιτήσεις είναι αντικείµενα που χρησιµοποιούνται από το GEF προκειµένου να 
προσδιοριστεί το ποιες ενέργειες θα εκτελεστούν στο µοντέλο χωρίς ωστόσο να 
καθορίζουν τον τρόπο µε τον οποίο αυτές θα πραγµατοποιηθούν. Κάθε αίτηση 
ενθυλακώνει λεπτοµέρειες αναφορικά µε έναν συγκεκριµένο τύπο αλληλεπίδρασης όπως η 
επιλογή , η µετακίνηση ή η αλλαγή του µεγέθους των φιγούρων και χαρακτηρίζεται από 
ένα τύπο ο οποίος προσδιορίζει τη σηµασία της. Το edit part µπορεί να υποστηρίζει, να 
αποτρέπει ή να αγνοεί µια δοσµένη αίτηση. 
 
6.7.2.3 Ρόλοι 
 
Ο χρήστης αλληλεπιδρά µε µια φιγούρα µε έναν από ένα σύνολο προκαθορισµένων 
τρόπων οι οποίοι ονοµάζονται ρόλοι. Έτσι, το GEF ορίζει έναν αριθµό από ρόλους όπως: 
 
• LAYOUT_ROLE: δηλώνει τον τρόπο µε τον οποίο µια φιγούρα µπορεί να 
µετακινηθεί ή να αλλάξει µέγεθος. Ο ρόλος αυτός χρησιµοποιείται σε edit parts που 
ορίζουν κάποια µορφή διάταξης(layout) για τα περιεχόµενα σε αυτά edit parts.  
• COMPONENT_ROLE: Αποτελεί τον κύριο ρόλο όλων των στοιχειωδών 
λειτουργιών που εµπλέκουν άµεσα το µοντέλο του edit part(όπως η διαγραφή ενός 
στοιχείου του µοντέλου) (Clayberg & Rubel, 2009) . 
• CONNECTION_ROLE: Είναι το αντίστοιχο του ρόλου COMPONENT_ROLE  
για τα edit parts τύπου ConnectionEditPart. 
• CONTAINER_ROLE: Αναφέρεται σε λειτουργίες οι οποίες επιτελούνται σε edit 
parts που περιέχουν άλλα edit parts (containers), ενώ παράλληλα δεν ενδιαφέρει ο 
τρόπος µε τον οποίο τοποθετούνται τα τελευταία (Moore, et. al., 2004). 
 
Οι ρόλοι συνιστούν έναν ευέλικτο µηχανισµό ο οποίος επιτρέπει την αντικατάσταση κατά 
το χρόνο εκτέλεσης µιας πολιτικής επεξεργασίας µε µια άλλη που υλοποιεί τον ίδιο ρόλο ή 
την επικάλυψη της πολιτικής επεξεργασίας που ορίζεται για ένα συγκεκριµένο ρόλο σε µια 
υπερκλάση δηλώνοντας µια διαφορετική πολιτική επεξεργασίας για τον ίδιο ρόλο στην 
υποκλάση (Lemaigre, 2010). 
 
6.7.2.4 Πολιτικές επεξεργασίας (EditPolicies) 
 
Το ενεργό εργαλείο στέλνει τις αιτήσεις στα edit parts τα οποία µε τη σειρά τους προωθούν 
τις αιτήσεις που λαµβάνουν στις εγκατεστηµένες πολιτικές επεξεργασίας τους (edit 
policies). Ο τύπος της αλληλεπίδρασης του χρήστη (ρόλος) και η φιγούρα στην οποία αυτή 
εφαρµόζεται χρησιµοποιούνται προκειµένου να καθορίσουν την πολιτική που θα 
διαχειριστεί την αίτηση. 
 
Στην πραγµατικότητα, οι πολιτικές επεξεργασίας (EditPolicies) αποτελούν τα τµήµατα 
εκείνα του GEF που προσδίδουν στα edit parts τη λειτουργία της επεξεργασίας. Τα 
EditParts που δεν διαθέτουν πολιτικές επεξεργασίας δεν είναι ούτε επιλέξιµα (Moore et al., 
2004).   
 
Κάθε edit part µπορεί να δηλώσει µια πολιτική για κάθε έναν από τους διαθέσιµους 
ρόλους, περιγράφοντας τις συγκεκριµένες λειτουργίες που θα εκτελεστούν κατά την 
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αλληλεπίδραση του χρήστη µε τη φιγούρα του εν λόγω edit part. Για το σκοπό αυτό 
υλοποιείται η µέθοδος createEditPolicies() του edit part στα πλαίσια της οποίας 
ορίζονται µία ή περισσότερες πολιτικές µε τη βοήθεια της µεθόδου 
installEditPolicy(). 
 
Οι πολιτικές επεξεργασίας έχουν τη δυνατότητα να κατασκευάσουν εντολές(commands) 
προκειµένου να εκπληρώσουν τις αιτήσεις ή να εµφανίσουν κάποια µορφή ανάδρασης για 
αυτές. Σε περιπτώσεις λειτουργιών που ενέχουν δύο edit parts,  απαιτούνται δύο διακριτά 
είδη ανάδρασης για µία αίτηση:  η ανάδραση προορισµού η οποία εµφανίζεται στο edit 
part προορισµού και η ανάδραση προέλευσης που εµφανίζεται στο edit part προέλευσης. 
Για παράδειγµα, κατά την µετακίνηση ενός αρχείου στον Windows Explorer, εµφανίζεται 
α) ένα αχνό εικονίδιο του αρχείου που µετακινείται µε το δείκτη του ποντικιού (ανάδραση 
προέλευσης(source feedback)) και β) µια µαύρη γραµµή η οποία δείχνει την θέση του 
φακέλου όπου θα τοποθετηθεί το αρχείο και ισοδυναµεί µε την ανάδραση προορισµού 
(target feedback) (Lemaigre, 2010).  
 
Ο µηχανισµός αυτός σύµφωνα µε τον οποίο οι πολιτικές επεξεργασίας και όχι τα edit parts 
αποκρίνονται στις αιτήσεις διευκολύνει την αποσφαλµάτωση και τη συντήρηση του 
κώδικα (Majewski, 2004).  
 
6.7.2.5 Εντολές (Commands)  
 
Κάθε πολιτική επεξεργασίας παράγει συνήθως µια κατάλληλη εντολή (command). Γενικά, 
οι εντολές ενθυλακώνουν µεταβολές στα αντικείµενα του µοντέλου. Κάθε εντολή αποτελεί 
υποκλάση της κλάσης org.eclipse.gef.commands.Command και µπορεί να επικαλύψει 
τις επόµενες µεθόδους προκειµένου να παρέχει την επιθυµητή συµπεριφορά:  
• void execute() : καλείται από το GEF την πρώτη φορά που απαιτείται η 
εκτέλεση της εντολής.  
• void undo() : καλείται από το GEF όταν απαιτείται η αναίρεση της τροποποίησης 
του µοντέλου όπως αυτή πραγµατοποιήθηκε από τη µέθοδο execute(). 
• void redo() : καλείται από το GEF όταν απαιτείται η επανάληψη της ενέργειας 
τροποποίησης του µοντέλου.  
• boolean canExecute() : επιστρέφει true αν η εντολή είναι εκτελέσιµη και 
false διαφορετικά. Καλείται από το GEF πριν από την εκτέλεση µιας εντολής, 
υποστηρίζοντας µε τον τρόπο αυτό την εκτέλεση εντολών υπό περιορισµούς. 
Χάρη στην κλάση CompoundCommand η οποία επεκτείνει την Command, οι εντολές µπορούν 
να συνδεθούν σχηµατίζοντας µια αλυσίδα, οπότε προκύπτει µια σύνθετη εντολή . Η 
µέθοδος execute µιας τέτοιας σύνθετης εντολής καλεί τη µία µετά την άλλη τις µεθόδους 
execute των  επιµέρους εντολών.  
 
6.7.2.6 Στοίβα εντολών (CommandStack) 
 
Αφού λάβει µία εντολή από ένα edit part,  το ενεργό εργαλείο µπορεί να την εκτελέσει 
µέσω µιας στοίβας εντολών (CommandStack ). Ειδικότερα, υπάρχει µία στοίβα εντολών 
για κάθε πεδίο επεξεργασίας. Έτσι, η στοίβα εντολών εκτελεί την εντολή, οπότε το 
µοντέλο τροποποιείται και η γραφική του αναπαράσταση ενηµερώνεται κατάλληλα.  
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Η δηµιουργία και εκτέλεση των εντολών µέσω της στοίβας εντολών προσφέρει τα 
ακόλουθα πλεονεκτήµατα (Lemaigre, 2010):  
• οι τροποποιήσεις του µοντέλου που πραγµατοποιούνται µε τον τρόπο αυτό είναι 
αναιρέσιµες και επαναλήψιµες.   
• το αν το µοντέλο του editor έχει µεταβληθεί µετά την τελευταία του αποθήκευση 
είναι δυνατό να βασίζεται στην επιστρεφόµενη τιµή της µεθόδου 
CommandStack.isDirty(). 
Θα πρέπει να σηµειωθεί ότι, τα εργαλεία εκτελούν συνήθως αυτόµατα τις εντολές µέσω 
της στοίβας εντολών, χωρίς να απαιτείται η παρέµβαση του προγραµµατιστή.  
 
6.8 Τα πρότυπα σχεδίασης που χρησιµοποιούνται από το GEF 
 
Το GEF οφείλει την ευελιξία του στην εκτεταµένη χρήση προτύπων σχεδίασης. Ακολουθεί 
µία σύντοµη αναφορά των προτύπων που συναντώνται συχνότερα: 
 
1. Model-View-Controller : συµβάλλει στην αποσύνδεση των δεδοµένων(µοντέλο) από 
τη γραφική τους απεικόνιση (view).  
 
2. Command : Οι εντολές ενθυλακώνουν τις µεταβολές του µοντέλου παρέχοντας 
υποστήριξη για αναιρέσιµες λειτουργίες. 
 
3. Chain of Responsibility: Αποσυνδέει τους αποστολείς των αιτήσεων (εργαλεία) από 
τους παραλήπτες τους δίνοντας σε περισσότερα από ένα αντικείµενα την ευκαιρία να 
διαχειριστούν µια αίτηση. Στην περίπτωση του GEF, πολλαπλές πολιτικές 
επεξεργασίας µπορεί να αποκριθούν σε µια αίτηση παράγοντας µια αλυσίδα εντολών 
προς εκτέλεση(Majewski, 2004).  
 
4. State : Επιτρέπει στον editor να µεταβάλλει τη συµπεριφορά του κάθε φορά που 
µεταβάλλεται η εσωτερική δοµή του. Στα πλαίσια των editors του GEF,  η µεταβολή 
αυτή αναφέρεται στην εναλλαγή των εργαλείων. Για παράδειγµα, το εργαλείο 
µαρκαρίσµατος (marquee tool) προξενεί διαφορετική απόκριση του editor στο πάτηµα 
του ποντικιού από ότι όταν είναι ενεργό το εργαλείο δηµιουργίας 
αντικειµένων(Majewski, 2004). 
 
5. Abstract Factory : Προσφέρει µια διασύνδεση για τη δηµιουργία οικογενειών από 
συσχετιζόµενα ή εξαρτώµενα αντικείµενα. Το πρότυπο αυτό χρησιµοποιείται κατά τη 
δηµιουργία edit parts για δοσµένα αντικείµενα του µοντέλου (µε τη βοήθεια του 
EditPartFactory) (Majewski, 2004).  
 
6. Strategy: χρησιµοποιείται για την προσθήκη λειτουργικότητας στα edit parts µε 
δυναµικό τρόπο µε την µορφή αντικειµένων EditPolicy. (Pilgrim & Duske, 2008). 
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6.9 Πλεονεκτήµατα και µειονεκτήµατα του GEF 
 
Το GEF παρέχει την απαιτούµενη υποδοµή για την οπτικοποίηση ενός µοντέλου, ενώ τα 
επιµέρους τµήµατά του έχουν κατασκευαστεί σε τρόπο ώστε να είναι εφικτή η συµµετοχή 
τους στην αρχιτεκτονική MVC (Model View Controller). Ορισµένα από τα πλεονεκτήµατα 
της αρχιτεκτονικής αυτής είναι και τα ακόλουθα :  
• Το µοντέλο µπορεί να επαναχρησιµοποιηθεί σε κάποια άλλη εφαρµογή χωρίς να 
απαιτούνται τροποποιήσεις. 
• Εάν έχουν οριστεί διασυνδέσεις ανάµεσα στους controllers και τις γραφικές 
απεικονίσεις (views), είναι εύκολο να αντικατασταθεί µια γραφική απεικόνιση µε 
µία άλλη.  
• Κάθε τµήµα του editor έχει έναν καλά ορισµένο ρόλο, µε αποτέλεσµα ο κώδικας 
που προκύπτει να χαρακτηρίζεται από καθαρότητα, εύκολη συντήρηση και 
αυξηµένη δυνατότητα κλιµάκωσης. 
Ένα ακόµη αξιόλογο πλεονέκτηµα που απορρέει από τη χρήση του GEF,  πέρα από τον 
εµπλουτισµό των γνώσεων αναφορικά µε τα πρότυπα σχεδίασης, είναι το γεγονός ότι 
ολοκληρώνεται πλήρως µε την πλατφόρµα του Eclipse.  
Παρόλα αυτά, η ορθή υλοποίηση της αρχιτεκτονικής MVC επαφίεται στον 
προγραµµατιστή, ενώ όπως συµβαίνει µε κάθε γενικό framework, ο τρόπος σχεδίασης του 
GEF καθώς και η ποικιλία των τεχνικών και εννοιών που εισάγει καθιστούν δύσκολη την 
εκµάθησή του.  
 
6.10 Χρησιµοποίηση του GEF σε συνδυασµό µε το EMF 
 
Σε γενικές γραµµές, η χρησιµοποίηση ενός µοντέλου του EMF παρέχει ορισµένα 
πλεονεκτήµατα συγκρινόµενη µε τη χρήση αυθαίρετων αντικειµένων: 
• Όλα τα αντικείµενα ενός µοντέλου του EMF γνωστοποιούν τις µεταβολές τους 
µέσω του µηχανισµού ειδοποιήσεων(notification framework) που παρέχεται από το 
EMF ειδικά για το σκοπό αυτό. 
• Το EMF παρέχει υποστήριξη για την αποθήκευση στιγµιότυπων του µοντέλου. 
• Οι εφαρµογές µπορούν να επωφεληθούν από το (reflective) API του EMF ώστε να 
διαχειριστούν το µοντέλο µε γενικό τρόπο. 
• Καθώς το µοντέλο εξελίσσεται, ο κώδικας µπορεί να παραχθεί εκ νέου ώστε να 
αντικατοπτρίζει τις µεταβολές στο µοντέλο, διατηρώντας παράλληλα τις µεταβολές 
και τις προσθήκες που πραγµατοποιήθηκαν από τον προγραµµατιστή. 
 
Αν και µπορούµε να παράγουµε editors βασισµένους στο EMF.Edit για τα µοντέλα του 
EMF, οι editors αυτοί κατά κανόνα δηµιουργούν µια απεικόνιση µε αντιστοιχία  ένα προς 
ένα µε το µοντέλο. Ωστόσο, σε ορισµένες περιπτώσεις είναι επιθυµητή η δηµιουργία 
editors όπου η γραφική αναπαράσταση είναι χαλαρά συνδεδεµένη µε το µοντέλο, για 
παράδειγµα µε τη χρησιµοποίηση συµβολισµών που αποκρύπτουν κάποιες από τις 
λεπτοµέρειες των υποκείµενων αντικειµένων του µοντέλου ή επιβάλλουν µια διαφορετική 
δοµή από αυτή του µοντέλου για λόγους οπτικοποίησης. Σε ό,τι αφορά τη χρήση του GEF 
σε συνδυασµό µε το EMF υπάρχουν δύο προοπτικές: 1) χρησιµοποίηση ενός µοντέλου του 
EMF στα πλαίσια µιας εφαρµογής του GEF και 2) επαύξηση editors βασισµένων στο 
 51 
EMF.Edit µε τη βοήθεια του GEF  (Moore et al, 2004). Στα πλαίσια του JDeodorant έχει 
χρησιµοποιηθεί η πρώτη προσέγγιση.   
 
6.11 GEF3D 
 
Το GEF3D βασίζεται στο ευρέως χρησιµοποιούµενο framework επεξεργασίας 
δισδιάστατων γραφικών GEF και αποσκοπεί στη διευκόλυνση της δηµιουργίας 
τρισδιάστατων οπτικοποιήσεων. Επιπρόσθετα οι υπάρχοντες (βασισµένοι στο GEF) 
δισδιάστατοι editors µπορούν να προσαρµοστούν µε ελάχιστες τροποποιήσεις ώστε να 
ενσωµατωθούν σε τρισδιάστατους editors. Το GEF3D διατίθεται ως πρόσθετο(plugin) για 
το Eclipse (Pilgrim  & Duske, 2008). 
 
Όπως είδαµε, στα πλαίσια του GEF δεν υπάρχει άµεση εξάρτηση ανάµεσα στις φιγούρες 
και τα συστατικά του µοντέλου, ενώ παράλληλα οι φιγούρες είναι χαλαρά συνδεδεµένες 
και µε τα edit parts. Συνεπώς, καθίσταται εφικτή η αντικατάσταση των δισδιάστατων 
φιγούρων µε τρισδιάστατες εκδόσεις τους. Έτσι, το GEF3D προβαίνει στην κατασκευή 
υποκλάσεων βασικών κλάσεων του GEF όπως φαίνεται στην Εικόνα 6.10.1. Οι 
υποκλάσεις αυτές παρέχουν µια τρισδιάστατη έκδοση των αντίστοιχων 
υπερκλάσεων
10(Pilgrim  & Duske, 2008). ∆εδοµένου ότι οι τρισδιάστατες φιγούρες 
συµπεριφέρονται ακριβώς όπως και οι αντίστοιχες δισδιάστατες φιγούρες (καθώς 
υλοποιούν την ίδια διασύνδεση (interface)), οι πρωτότυπες κλάσεις του GEF µπορούν να 
χειριστούν και τις τρισδιάστατες κλάσεις. 
 
 
 
Εικόνα 6.11.1: To GEF3D επεκτείνει τις κλάσεις του GEF που συνδέονται µε τη γραφική απεικόνιση ενός 
µοντέλου (View) 
Πηγή: Pilgrim  & Duske (2008) 
 
Οι τρισδιάστατες οπτικοποιήσεις είναι σηµαντικές κυρίως για τη µελέτη των σχέσεων 
ανάµεσα σε πολλαπλά µοντέλα(inter-model11) ή διαγράµµατα(inter-diagram12). Για 
                                                 
10
 Έχει ακολουθηθεί λοιπόν η αρχή υποκατάστασης της Liskov (LSP), σύµφωνα µε την οποία «Οι 
συναρτήσεις που χρησιµοποιούν αναφορές σε βασικές κλάσεις πρέπει να είναι σε θέση να χρησιµοποιήσουν 
αντικείµενα παράγωγων κλάσεων χωρίς να έχουν επίγνωση του γεγονότος αυτού». (Martin 1996, cited by 
Pilgrim  & Duske, 2008). 
 
11
 Πολλαπλά διαγράµµατα που αναπαριστούν πολλαπλά µοντέλα 
12
 ∆ιαφορετικά διαγράµµατα που αναπαριστούν το ίδιο µοντέλο 
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παράδειγµα, πολλαπλά δισδιάστατα διαγράµµατα µπορούν να απεικονίζονται ταυτόχρονα 
σε διαφορετικά επίπεδα, µε την τρίτη διάσταση να χρησιµοποιείται για την απόδοση των 
συνδέσεων µεταξύ των αντίστοιχων µοντέλων. 
  
Επιπλέον, δεδοµένου ότι η αρχιτεκτονική του GEF διατηρείται, η συγγραφή ενός 
προγράµµατος για την υλοποίηση ενός τρισδιάστατου editor µε τη βοήθεια του GEF3D 
καθίσταται τόσο εύκολη όσο και η υλοποίηση ενός δισδιάστατου editor.  
 
6.12 GMF (Graphical Modeling Framework) 
 
Το Graphical Modeling Framework (GMF) καθιστά εφικτή την παραγωγή ολοκληρωµένων 
editors του GEF µε βάση ένα σύνολο από µοντέλα που περιγράφουν τον editor. Επίσης,  
αναλαµβάνει το έργο της γεφύρωσης του GEF µε το EMF. 
Το GMF προσφέρει µεταξύ άλλων (Gronback, 2009): 
• ένα σύνολο από επαναχρησιµοποιήσιµα συστατικά διαγραµµάτων, όπως 
γεωµετρικά σχήµατα και περιγράµµατα ή έναν µηχανισµό εξαγωγής του 
διαγράµµατος σε αρχείο εικόνας. 
• ένα πρότυπο µοντέλο για την τήρηση των σηµασιολογικών πληροφοριών 
ξεχωριστά από τις διαγραµµατικές πληροφορίες. 
Ειδικότερα, ένα διάγραµµα είναι δυνατό να απεικονίζει πολλαπλά πεδία 
προβλήµατος ενώ πολλά διαγράµµατα είναι δυνατό να παρέχουν γραφικές 
αναπαραστάσεις του ίδιου πεδίου. Το GMF διαχειρίζεται και τις δύο περιπτώσεις, 
γεγονός που αποτελεί κίνητρο για την ξεχωριστή τήρηση των διαγραµµατικών και 
σηµασιολογικών πληροφοριών. 
• µια υποδοµή για την εκτέλεση εντολών η οποία γεφυρώνει τα διαφορετικά 
frameworks εντολών που χρησιµοποιούνται από το EMF και το GEF.  
• δυνατότητες επέκτασης ορισµένων συστατικών του γραφικού editor.  
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Εικόνα 6.12.1: Τα χρησιµοποιούµενα από το GMF µοντέλα. Ξεκινώντας µε ένα µοντέλο του EMF 
(σηµασιολογικό µοντέλο (domain model)) και ορίζοντας : 1) ένα γραφικό µοντέλο (graphical definition) για 
τον καθορισµό των φιγούρων που θα χρησιµοποιηθούν, 2) ένα µοντέλο εργαλείων (tooling definition) για τον 
ορισµό της παλέτας εργαλείων του διαγράµµατος και 3) ένα µοντέλο αντιστοίχισης(mapping model) το οποίο 
συνδέει το σηµασιολογικό µοντέλο µε το γραφικό µοντέλο και το µοντέλο εργαλείων, είναι εφικτή η 
παραγωγή πλήρως λειτουργικών γραφικών editor βασισµένων στο GMF. 
Πηγή: Graphical Modeling Framework/Tutorial 
 
6.12.1 Πλεονεκτήµατα και µειονεκτήµατα της χρήσης του GMF σε 
αντιδιαστολή µε τη συνδυασµένη χρήση του EMF και του GEF 
 
Το GMF ενδείκνυται για γραφικούς editors που αξιοποιούν τις περισσότερες από τις 
δυνατότητες του GEF όταν αυτό συνεργάζεται µε ένα µοντέλο του  EMF. Σε περιπτώσεις 
όµως όπου το ζητούµενο είναι µια ελαφριά υλοποίηση όπως οι οπτικοποιήσεις που 
προορίζονται µόνο για ανάγνωση, η χρήση του GMF (ή ακόµα και του GEF) µπορεί να 
µην είναι απαραίτητη (Graphical Modeling Framework/FAQ, 2009).  
Από την άλλη, το GMF διαθέτει αρκετά χαρακτηριστικά για την υλοποίηση των οποίων θα 
απαιτούνταν η συγγραφή κώδικα αν χρησιµοποιούσαµε απευθείας το GEF σε συνδυασµό 
µε το EMF. Εισάγει ωστόσο πρόσθετη πολυπλοκότητα.  
 
Τέλος, αν και οι µηχανισµοί επέκτασης του GMF είναι ωφέλιµοι, εντούτοις επισείουν τον 
κίνδυνο προσθήκης κακοσχεδιασµένων επεκτάσεων σε ένα διάγραµµα µε αποτέλεσµα την 
αλλοίωση της λειτουργικότητάς του(Gronback, 2009).  
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7 Προβλήµατα Σχεδίασης(Bad Smells) και Αναδοµήσεις 
 
7.1 Προβλήµατα σχεδίασης 
 
Συχνά, η ποιότητα του λογισµικού επιδεινώνεται καθώς αυτό εξελίσσεται στην πάροδο του 
χρόνου έως ότου τελικά δεν είναι συντηρήσιµο . Ο όρος  «οσµές στον κώδικα» (code 
smells) αναφέρεται σε ένα σύνολο από συµπτώµατα ενδεικτικά της ύπαρξης ορισµένων 
προβληµάτων σχεδίασης. Ο Fowler  και οι συνεργάτες του εισήγαγαν τον όρο code smells 
το 2001. Ειδικότερα, στο σχετικό βιβλίο καταγράφονται  22 διαφορετικές οσµές, ενώ 
έκτοτε προτάθηκαν και άλλες οσµές.  
 
7.2 Αναδοµήσεις (Refactorings) 
 
Η διαδικασία της αναδόµησης αποτελεί µια ευρέως αποδεκτή τεχνική στις µέρες µας.  Με 
τον τρόπο αυτό, ως αναδόµηση (Refactoring) ορίζεται µια µεταβολή στην εσωτερική δοµή 
του λογισµικού, η οποία διευκολύνει την κατανόησή του και µειώνει το κόστος της 
τροποποίησής του χωρίς παράλληλα να µεταβάλλεται η παρατηρούµενη συµπεριφορά του 
λογισµικού (Fowler, Beck, Brant, Opdyke, & Roberts, 1999). Μια αναδόµηση αποτελεί 
συνήθως µια µικρή αλλαγή στο λογισµικό, αν και µια αναδόµηση µπορεί να εµπλέκει και 
άλλες αναδοµήσεις.  
 
Σύµφωνα µε την πρόταση των Mens και Tourwe (όπως αυτή παρουσιάζεται από τους 
Tsantalis & Chatzigeorgiou (2009)), η διαδικασία της αναδόµησης αποτελείται από τις 
ακόλουθες διακριτές δραστηριότητες: 
 
1. Εντοπισµός των σηµείων όπου το λογισµικό θα πρέπει να αναδοµηθεί (γνωστά 
ως  κακές οσµές) και προσδιορισµός των αναδοµήσεων που θα πρέπει να 
εφαρµοστούν. 
2. ∆ιασφάλιση του ότι η εφαρµοζόµενη αναδόµηση διατηρεί αναλλοίωτη τη 
συµπεριφορά του κώδικα. 
3. Εφαρµογή της αναδόµησης 
4. Εκτίµηση της επίδρασης της αναδόµησης σε ποιοτικά χαρακτηριστικά του 
λογισµικού. 
5. ∆ιατήρηση της συνέπειας ανάµεσα στον αναδοµηµένο κώδικα και άλλα 
τµήµατα του λογισµικού όπως η τεκµηρίωση.  
 
Οι αναδοµήσεις βελτιώνουν τη σχεδίαση  και την αναγνωσιµότητα του λογισµικού, 
διευκολύνουν την κατανόησή του, συµβάλλουν στον εντοπισµό σφαλµάτων και 
συνακόλουθα επιταχύνουν τη διαδικασία ανάπτυξης και συντήρησης κώδικα. Επιπλέον, 
αρκετά ολοκληρωµένα περιβάλλοντα ανάπτυξης (IDE) υποστηρίζουν ηµι-
αυτοµατοποιηµένες αναδοµήσεις. Ωστόσο, η πραγµατοποίηση αναδοµήσεων δεν είναι 
πανάκεια. 
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8 Προσεγγίσεις ως προς την οπτικοποίηση προβληµάτων 
σχεδίασης και αναδοµήσεων 
 
Τα εργαλεία ανίχνευσης προβληµάτων σχεδίασης στο λογισµικό αποτελούνται από δύο 
τµήµατα: έναν αλγόριθµο για την ανάλυση του πηγαίου κώδικα, ο οποίος ανάλογα µε το 
πρόβληµα σχεδίασης µπορεί να είναι απλός ή σύνθετος και µία διεπιφάνεια χρήστη για την 
παρουσίαση των αποτελεσµάτων της ανάλυσης. Ενώ λοιπόν έχει γίνει σηµαντική έρευνα 
σε ό,τι αφορά το τµήµα της ανάλυσης του κώδικα, δεν ισχύει το ίδιο για τη σχεδίαση και 
αξιολόγηση των σχετικών διεπιφανειών χρήστη (Murphy-Hill, &  Black , 2010).  
 
Στα επόµενα περιγράφουµε συνοπτικά ορισµένες από τις προσεγγίσεις που έχουν προταθεί 
στη βιβλιογραφία µε στόχο την οπτικοποίηση προβληµάτων σχεδίασης και αναδοµήσεων. 
 
8.1 Οπτικοποίηση προβληµάτων σχεδίασης 
 
Η πλειονότητα των οπτικοποιήσεων που αναφέρονται στην ποιότητα του κώδικα 
απεικονίζουν τα επιµέρους στοιχεία του λογισµικού σε όρους ενός συνόλου µετρικών, 
χωρίς να προβαίνουν στην σαφή αναπαράσταση προβληµάτων σχεδίασης υψηλού 
επιπέδου. Με τον τρόπο αυτό αν και είναι δυνατό να διακρίνει κανείς πιθανά προβλήµατα 
σχεδίασης µε βάση τις ακραίες τιµές συγκεκριµένων µετρικών, σε ορισµένες περιπτώσεις 
µπορεί να οδηγηθεί σε λανθασµένα συµπεράσµατα. 
 
Προκειµένου να εξαλειφθεί το παραπάνω πρόβληµα, οι Wettel, & Lanza (2008) πρότειναν 
το εργαλείο CodeCity. Στα πλαίσια του CodeCity, οι κλάσεις αναπαριστώνται σαν κτίρια 
και οµαδοποιούνται σε συνοικίες οι οποίες µε τη σειρά τους αναπαριστούν τα πακέτα. Το 
ύψος κάθε κτιρίου αντιστοιχεί στον αριθµό των µεθόδων(NOM) της κλάσης,  ενώ το 
πλάτος και το µήκος του αντιστοιχεί στο πλήθος των ιδιοτήτων της κλάσης(NOA). 
  
Λαµβάνοντας λοιπόν υπόψη ένα σύνολο από στρατηγικές ανίχνευσης παραβιάσεων αρχών 
σχεδίασης (οι οποίες στηρίζονται σε συνδυασµούς µετρικών), το CodeCity προβαίνει στην 
οπτικοποίηση των  παρακάτω κατηγοριών δυσαρµονιών: 
 
• ∆υσαρµονίες ταυτότητας (identity disharmonies): Ενδεικτικά, στην κατηγορία 
αυτή ανήκουν οι κλάσεις  δεδοµένων(Data classes)13 , οι θεϊκές κλάσεις (God 
classes)14 και σε επίπεδο µεθόδου, η Ζήλια Ιδιοτήτων (Feature Envy). 
• ∆υσαρµονίες συνεργασίας (collaboration disharmonies) : Για παράδειγµα η 
σύζευξη των µεθόδων µιας κλάσης µε µεθόδους που εντοπίζονται είτε σε λίγες 
κλάσεις (Intensive Coupling) ή εναλλακτικά µε µεθόδους που διασκορπίζονται σε 
µεγάλο αριθµό κλάσεων του συνολικού συστήµατος(Dispersed Coupling).  
 
Πιο αναλυτικά, για την οπτικοποίηση των εντοπιζόµενων προβληµάτων σχεδίασης 
χρησιµοποιείται ένας χάρτης δυσαρµονιών (disharmony map), µε τις κλάσεις(αντίστοιχα 
για τις µεθόδους) που παρουσιάζουν συµπτώµατα κακής σχεδίασης(σε αντίθεση µε τις 
                                                 
13
 Πρόκειται για κλάσεις µε µεγάλο αριθµό ιδιοτήτων , οι οποίες χρησιµοποιούνται κατά κύριο λόγο από 
άλλες κλάσεις. 
14
 Πρόκειται για κλάσεις οι οποίες περικλείουν αρκετή λειτουργικότητα µε τις µεθόδους τους να εµφανίζουν 
χαµηλή συνεκτικότητα, χρησιµοποιούν δεδοµένα άλλων κλάσεων ενώ παράλληλα συνεργάζονται σε 
ελάχιστο βαθµό µε άλλες κλάσεις. 
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ανεπηρέαστες κλάσεις) να χρωµατίζονται έντονα. Σαν αποτέλεσµα παρέχεται µια εκτίµηση 
τόσο της κατανοµής των προβληµατικών κλάσεων(ή µεθόδων) στο συνολικό σύστηµα όσο 
και των κυρίαρχων τύπων δυσαρµονιών. Παράλληλα, αναδεικνύονται οι υποψήφιες για 
εφαρµογή αναδοµήσεων κλάσεις.  
 
 
Εικόνα 8.1.1: Χάρτης δυσαρµονιών σε επίπεδο κλάσης για την έκδοση 2.1.7 του iText. 
 
Αν και η προσέγγιση του CodeCity αποδίδει µια συνολική άποψη του λογισµικού, δεν 
υποστηρίζει την απεικόνιση λεπτοµερειών αναφορικά µε ένα µεµονωµένο πρόβληµα 
σχεδίασης.  
 
Αποσκοπώντας λοιπόν στην λεπτοµερή παρουσίαση των οσµών στον κώδικα οι Parnin, 
Gorg, & Nnadi (2008), προχώρησαν στη διαίρεσή τους σε τέσσερις διαφορετικές 
κατηγορίες: 1) οσµές σε επίπεδο δήλωσης (statement): όπως data clump15 , 2) οσµές σε 
επίπεδο κλάσης (για παράδειγµα κλάση δεδοµένων) , 3) οσµές σε επίπεδο µεθόδου και 4) 
οσµές σε επίπεδο συνεργασίας.  Για κάθε οσµή, όπως αυτή εντοπίζεται από ένα εργαλείο 
ανάλυσης του πηγαίου κώδικα, σχεδιάζεται µια απλή οπτικοποίηση, ενώ ο παρεχόµενος 
κατάλογος οπτικοποιήσεων καλύπτει ένα υποσύνολο των οσµών που περιγράφηκαν από 
τον Fowler.  
 
Στη συνέχεια παρατίθενται ενδεικτικά οι οπτικοποιήσεις των οσµών Ζήλια Ιδιοτήτων 
(Feature Envy) και Μεγάλη Μέθοδος(Long Method). 
 
 
 
                                                 
15
 Πρόκειται για µια οµάδα µεταβλητών  οι οποίες συνήθως µεταβιβάζονται σε µεθόδους µαζί. Για 
παράδειγµα, ένα πρόγραµµα γραφικών θα µπορούσε να έχει αρκετές µεθόδους οι οποίες  χρησιµοποιούν τις 
παραµέτρους (int red, int green, int blue) για την αναπαράσταση ενός χρώµατος. 
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Εικόνα 8.1.2: Η οπτικοποίηση της οσµής Μεγάλη Μέθοδος. Η µέθοδος απεικονίζεται ως µια µπάρα γκρι 
χρώµατος µε µήκος ανάλογο µε το µήκος της µεθόδου. Για κάθε εντολή συνθήκης , ελέγχου ροής και σχόλιο 
στη µέθοδο σχεδιάζεται µια γραµµή (διαφορετικού χρώµατος για κάθε κατηγορία) στην αντίστοιχη θέση 
κατά µήκος της µπάρας. Σαν αποτέλεσµα, παρέχεται µια εικόνα της δοµής και της πολυπλοκότητας της 
µεθόδου.  
Πηγή: Parnin, Gorg, & Nnadi (2008) 
 
 
 
Εικόνα 8.1.3: Η οπτικοποίηση της οσµής Ζήλια Ιδιοτήτων (Feature Envy), η οποία αποτελεί οσµή επιπέδου 
συνεργασίας. Στην αριστερή πλευρά εµφανίζονται  τα αναφερόµενα µέλη της κλάσης στην οποία ανήκει η 
µέθοδος, ενώ στην δεξιά πλευρά απεικονίζονται τα αναφερόµενα µέλη εξωτερικών κλάσεων.  
Πηγή: Parnin, Gorg, & Nnadi (2008) 
 
Μία διαφορετική τεχνική παρουσίασης των προβληµάτων σχεδίασης στο λογισµικό 
προτάθηκε το 2010 από τους Murphy-Hill & Black και υλοποιήθηκε µε το εργαλείο 
ανίχνευσης οσµών Stench Blossom, το οποίο έχει κατασκευαστεί ως plugin για το 
περιβάλλον του Eclipse. Στα πλαίσια του εργαλείου αυτού, παρέχονται στον 
προγραµµατιστή τρεις διαφορετικές οπτικοποιήσεις (Ambient View, Active View και 
Explanation View), οι οποίες προσφέρουν προοδευτικά περισσότερη πληροφορία 
αναφορικά µε τις οπτικοποιούµενες οσµές στον κώδικα.  
 
Εξορισµού, η οπτικοποίηση Ambient View εµφανίζεται διαρκώς κατά τη συγγραφή του 
κώδικα από τον προγραµµατιστή(πίσω από το κείµενο του προγράµµατος) και αποτελεί 
ένδειξη για  την ένταση των οσµών που συνδέονται µε το τρέχον προγραµµατιστικό 
πλαίσιο. Πιο αναλυτικά, η οπτικοποίηση Ambient View απαρτίζεται από τους τοµείς ενός 
ηµικυκλίου(οι οποίοι είναι γνωστοί ως πέταλα) και εµφανίζεται στη δεξιά πλευρά της 
οθόνης. Κάθε πέταλο αντιστοιχεί σε µια οσµή και τοποθετείται σε προκαθορισµένη θέση, 
επιτρέποντας στους χρήστες να συσχετίσουν µια συγκεκριµένη κατεύθυνση µε 
συγκεκριµένη οσµή.  Η ακτίνα του πέταλου αναπαριστά την ένταση της οσµής µε την 
ακτίνα µηδέν µοιρών να σηµατοδοτεί την απουσία της οσµής. Ακόµη, η πιο προφανής 
οσµή εµφανίζεται µε µπλε χρώµα, η λιγότερο προφανής µε πορτοκαλί, ενώ οι ενδιάµεσες 
οσµές  χρωµατίζονται µε αποχρώσεις που κυµαίνονται ανάµεσα στο µπλε και το 
πορτοκαλί.  
 
Η οπτικοποίηση Active View αποκαλύπτει επιπρόσθετα το όνοµα της οσµής, ενώ η 
οπτικοποίηση Explanation View έχει σχεδιαστεί σε τρόπο ώστε να επεξηγεί λεπτοµερώς 
την εκάστοτε επιλεγµένη οσµή, µε τις λεπτοµέρειες που παρέχονται να ποικίλουν από 
οσµή σε οσµή. 
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Εικόνα 8.1.4: Η οπτικοποίηση Active View 
Πηγή: Murphy-Hill & Black (2010) 
 
 
8.2 Οπτικοποίηση αναδοµήσεων 
 
Μια προσέγγιση που εντάσσεται στην υπό εξέταση κατηγορία οπτικοποιήσεων είναι αυτή 
του εργαλείου REFVIS που περιγράφηκε το 2005 από τους Gorg, & Weißgerber. Το 
παραπάνω εργαλείο αποσκοπεί στο να διευκολύνει την παρακολούθηση των αναδοµήσεων 
που έχουν εφαρµοστεί σε ένα έργο λογισµικού στην πάροδο του χρόνου, χρησιµοποιώντας 
ένα αρχείο λογισµικού τηρούµενο στο CVS. Αφορά για παράδειγµα έναν προγραµµατιστή 
που απουσίαζε για κάποιο χρονικό διάστηµα, και τον υποβοηθά στο να ανακτήσει την 
κατανόηση του συστήµατος.  
 
Πιο συγκεκριµένα, το εργαλείο REFVIS ανιχνεύει και οπτικοποιεί δύο τύπους 
αναδοµήσεων: 1) δοµικές αναδοµήσεις, όπως η µετακίνηση µιας µεθόδου και 2) 
τοπικές αναδοµήσεις, όπως η µετονοµασία µιας µεθόδου ή η προσθήκη/αφαίρεση 
παραµέτρων σε αυτή. 
 
Οι κλάσεις αναπαριστώνται µε ορθογώνια τα οποία περιέχουν το πλήρες όνοµα της κλάσης 
και µια λίστα µε τις υπογραφές των µεθόδων της. Οι συσχετίσεις µεταξύ των κλάσεων 
αναπαριστώνται µε ακµές σύµφωνα µε τους συµβολισµούς της UML, ενώ οι διαφορετικοί 
τύποι αναδοµήσεων κωδικοποιούνται µε διαφορετικό χρώµα: 
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Εικόνα 8.2. 1: Οι µέθοδοι της κλάσης ResponseImpl , οι οποίες εµφανίζονται µε κόκκινο χρώµα έχουν 
µετακινηθεί στην κλάση Response. 
Πηγή: Gorg, & Weißgerber (2005) 
 
Μία ακόµη πρόταση σχετικά µε την οπτικοποίηση αναδοµήσεων και πιο συγκεκριµένα της 
αναδόµησης Εξαγωγή Κλάσης (Extract Class)  προήλθε από τους Cassell, Anslow, Groves, 
& Andreae (2011). Οι τελευταίοι πραγµατοποίησαν µια  έρευνα µε στόχο την 
οπτικοποίηση του τρόπου µε τον οποίο τα µέλη (ιδιότητες και µέθοδοι) µεγάλων κλάσεων 
µπορούν να ανακατανεµηθούν ώστε να σχηµατίσουν µικρότερες κλάσεις που 
χαρακτηρίζονται από µεγαλύτερη συνοχή. Ανέπτυξαν λοιπόν το εργαλείο ExtC Visualizer  
το οποίο προβαίνει αρχικά στη στατική ανάλυση πηγαίου κώδικα Java ώστε να 
οπτικοποιήσει τα µέλη µιας κλάσης καθώς και τις µεταξύ τους σχέσεις µε τη µορφή 
γράφων. Πιο συγκεκριµένα, κάθε κόµβος του γράφου είναι δυνατό να απεικονίζει  µια 
µέθοδο, µια ιδιότητα ή και µια οµάδα µελών. Οι ακµές που συνδέουν τους κόµβους 
υποδεικνύουν είτε µια µέθοδο που καλεί απευθείας µια άλλη µέθοδο ή µια µέθοδο που 
αποκτά άµεση πρόσβαση σε µια ιδιότητα, µε τα χρώµατα των ακµών να δηλώνουν το είδος 
της ορατότητας του καλούµενου µέλους. 
 
Προχωρώντας ένα βήµα παραπέρα, το ExtC Visualizer  δίνει τη δυνατότητα στους χρήστες 
να παρακολουθήσουν τον τρόπο µε τον οποίο διάφοροι αυξητικοί αλγόριθµοι  
συσταδοποίησης (clustering) οµαδοποιούν µεθόδους και ιδιότητες µιας κλάσης µε στόχο 
τον σχηµατισµό νέων κλάσεων. Ουσιαστικά, προτείνει αντικειµενοστρεφείς αναδοµήσεις 
της κατηγορίας Εξαγωγή Κλάσης (Extract Class) οπτικοποιώντας την διαδικασία 
εκτέλεσης των χρησιµοποιούµενων αλγορίθµων συσταδοποίησης(clustering) µε τη 
βοήθεια τεχνικών animation. 
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9 Οι οπτικοποιήσεις που δηµιουργήθηκαν για το εργαλείο 
JDeodorant  
 
Ακολουθεί µια εκτενής περιγραφή των οπτικοποιήσεων που δηµιουργήθηκαν για κάθε ένα 
από τα προβλήµατα σχεδίασης που ανιχνεύονται από το εργαλείο JDeodorant. 
 
9.1 Ζήλια Ιδιοτήτων (Feature envy) 
 
9.1.1 Περιγραφή του προβλήµατος σχεδίασης 
 
Η Ζήλια Ιδιοτήτων (Feature Envy) αποτελεί ένδειξη παραβίασης της αρχής σύµφωνα µε 
την οποία τα δεδοµένα θα πρέπει να οµαδοποιούνται µε τις διαδικασίες που επενεργούν σε 
αυτά. Ειδικότερα, ο βασικός κανόνας είναι τα πράγµατα που υπόκεινται σε αλλαγές µαζί 
να τοποθετούνται µαζί
16
. Με τον τρόπο αυτό, η Ζήλια Ιδιοτήτων παρατηρείται όταν µια 
µέθοδος χρησιµοποιεί περισσότερες ιδιότητες µιας κλάσης διαφορετικής από την κλάση 
στην οποία αυτή ανήκει και αποτελεί το συνηθέστερο σύµπτωµα ύπαρξης προβληµάτων 
σύζευξης ή συνεκτικότητας.  
 
9.1.2 Σχετική αναδόµηση 
 
Τα προβλήµατα σχεδίασης της κατηγορίας Ζήλια Ιδιοτήτων επιλύονται συνήθως µε την  
µετακίνηση της µεθόδου στην κλάση την οποία αυτή «ζηλεύει» (αναδόµηση Μετακίνηση 
Μεθόδου (Move Method)). Πιο συγκεκριµένα, δηµιουργείται µια νέα µέθοδος µε παρόµοιο 
κυρίως σώµα στην κλάση την οποία η αρχική µέθοδος χρησιµοποιεί σε µεγαλύτερο βαθµό, 
ενώ η παλιά µέθοδος είτε αποµακρύνεται εντελώς ή τροποποιείται ώστε να καλεί τη νέα 
µέθοδο(Fowler et al., 1999). Η µετακίνηση µεθόδων συνίσταται ιδιαίτερα όταν οι κλάσεις 
περικλείουν πολλή λειτουργικότητα ή όταν υπάρχει υψηλή σύζευξη µεταξύ των κλάσεων.  
 
Σε περιπτώσεις όπου το Feature Envy εντοπίζεται σε ένα µόνο τµήµα της µεθόδου, το 
τµήµα αυτό αποµονώνεται αρχικά σε µια νέα µέθοδο (αναδόµηση Εξαγωγή Μεθόδου 
(Extract Method)) και στη συνέχεια εφαρµόζεται  η αναδόµηση Μετακίνηση Μεθόδου. 
 
Τέλος, η επίλυση του παραπάνω προβλήµατος είναι δυνατό να επιτευχθεί και µε την 
µετακίνηση µιας ιδιότητας στην κλάση που την «ζηλεύει» (αναδόµηση Μετακίνηση 
Πεδίου (Move Field)).  
 
9.1.3 Η µεθοδολογία που ακολουθείται από το JDeodorant 
 
Ο χρησιµοποιούµενος από το JDeodorant αλγόριθµος (όπως αυτός περιγράφεται από τους  
Fokaefs, Tsantalis & Chatzigeorgiou (2007)) στηρίζεται στην έννοια της απόστασης 
µεταξύ των µεθόδων και των κλάσεων ενός συστήµατος
17
. Ειδικότερα, η απόσταση µεταξύ 
µιας µεθόδου m και µιας κλάσης C,  εκφράζει την ανοµοιότητα ανάµεσα στο σύνολο των 
                                                 
16
 Εξαιρέσεις στον παραπάνω κανόνα αποτελούν τα πρότυπα σχεδίασης Strategy και Visitor. 
17
Ο όρος κλάσεις του συστήµατος αναφέρεται στο υπό εξέταση πρόγραµµα εξαιρώντας τις εισαγόµενες 
βιβλιοθήκες ή  frameworks. 
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οντοτήτων (δηλαδή τις µεθόδους και τις ιδιότητες) που προσπελαύνονται από την m18 και 
το σύνολο των οντοτήτων που ανήκουν στη  C. Έτσι, µια οσµή τύπου Ζήλια Ιδιοτήτων 
εντοπίζεται (και κατά συνέπεια µια αντίστοιχη αναδόµηση τύπου Μετακίνηση Μεθόδου 
εξάγεται) εάν η απόσταση µιας µεθόδου από µια κλάση του συστήµατος είναι µικρότερη 
συγκρινόµενη µε την απόσταση της µεθόδου αυτής από την κλάση στην οποία ανήκει. 
Είναι αξιοσηµείωτο ότι, οι υποψήφιες κλάσεις προορισµού για µια µέθοδο εξετάζονται σε 
τρόπο ώστε να προωθούνται οι κλάσεις µε τις λιγότερες οντότητες συµβάλλοντας µε τον 
τρόπο αυτό στην διάσπαση θεϊκών κλάσεων. 
 
Σε ένα καλά σχεδιασµένο σύστηµα, οι αποστάσεις των οντοτήτων που ανήκουν σε µια 
κλάση (εσωτερικές οντότητες) από την ίδια την κλάση, θα πρέπει να είναι οι µικρότερες 
δυνατές(υψηλή συνεκτικότητα). Ταυτόχρονα, οι αποστάσεις των οντοτήτων που δεν 
ανήκουν σε µια κλάση (εξωτερικές οντότητες) από την κλάση αυτή, θα πρέπει να είναι όσο 
το δυνατό µεγαλύτερες (χαµηλή σύζευξη). Για κάθε κλάση,  ο λόγος της  µέσης απόστασης 
των εσωτερικών οντοτήτων προς τη µέση απόσταση των εξωτερικών οντοτήτων αποτελεί 
µέτρο του πόσο καλά έχουν τοποθετηθεί οι οντότητες σε αυτή.  Όταν ο παραπάνω λόγος 
τείνει στο µηδέν, είναι ασφαλές να συνάγουµε το συµπέρασµα ότι οι εσωτερικές οντότητες 
έχουν τοποθετηθεί ορθά στην υπό εξέταση κλάση και οι εξωτερικές οντότητες σε 
διαφορετικές κλάσεις. Με τον τρόπο αυτό, µια µετρική της ποιότητας της σχεδίασης σε 
επίπεδο συστήµατος (γνωστή µε τον όρο Entity Placement) λαµβάνεται εξάγοντας τον 
µέσο όρο για όλες τις κλάσεις. Στα πλαίσια του JDeodorant η µετρική αυτή εξυπηρετεί σαν 
κριτήριο για την επιλογή της πιο αποτελεσµατικής λύσης κατά µήκος ενός συνόλου 
προτεινόµενων αναδοµήσεων. 
 
 
Εικόνα 9.1.3.1: Η παρουσίαση των προτάσεων αναδόµησης τύπου Μετακίνηση Μεθόδου(Move Method) 
από το JDeodorant. Ο πίνακας περιλαµβάνει τρεις στήλες: 1) τη στήλη Source Entity, η οποία δείχνει τις 
µεθόδους που  έχουν τοποθετηθεί σε λάθος κλάσεις(καθώς και την κλάση στην οποία ανήκει κάθε µια από 
αυτές)  2) την στήλη Target, η οποία παρουσιάζει την κλάση στην οποία θα έπρεπε να µετακινηθεί η µέθοδος 
και 3) την στήλη Entity Placement που δείχνει την τιµή της µετρικής Entity Placement όπως αυτή προκύπτει 
από την ιδεατή εφαρµογή της υποψήφιας αναδόµησης. 
 
Η εγγραφή current system περιέχει την τιµή της µετρικής Entity Placement για το σύστηµα στην τρέχουσα 
µορφή του. Οι προτάσεις αναδόµησης για τις οποίες το σύστηµα που προκύπτει έχει µικρότερη τιµή Entity 
Placement από το τρέχον σύστηµα θεωρούνται ως αναδοµήσεις που µπορούν να βελτιώσουν την ποιότητα 
της σχεδίασης. 
 
 
 
                                                 
18
 Το σύνολο των οντοτήτων µιας µεθόδου m περιλαµβάνει (Tsantalis & Chatzigeorgiou,  2009b): 
• τις άµεσα χρησιµοποιούµενες ιδιότητες που ανήκουν στην ίδια κλάση µε την m, εξαιρώντας τις 
ιδιότητες που αποτελούν αναφορές σε άλλες κλάσεις του συστήµατος 
• τις χρησιµοποιούµενες ιδιότητες που ανήκουν σε άλλες κλάσεις του συστήµατος 
• τις άµεσα χρησιµοποιούµενες µεθόδους οι οποίες ανήκουν στην ίδια κλάση µε την m. 
• τις χρησιµοποιούµενες µεθόδους οι οποίες ανήκουν σε άλλες κλάσεις του συστήµατος. 
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9.1.4 Οπτικοποίηση 
 
Προκειµένου να οπτικοποιήσουµε την αναδόµηση Μετακίνηση Μεθόδου (Move Method) 
δηµιουργούµε ένα διάγραµµα το οποίο περιλαµβάνει: 
• την κλάση στην οποία ανήκει η µέθοδος που πρόκειται να µετακινηθεί  
• την κλάση προορισµού της µεθόδου 
Πιο συγκεκριµένα, η µέθοδος προς µετακίνηση περικλείεται σε µια έλλειψη ενώ ένα βέλος 
συνδέει την µέθοδο αυτή µε την κλάση προορισµού όπως φαίνεται στην παρακάτω εικόνα: 
 
 
Εικόνα 9.1.4.1: Η οπτικοποίηση της αναδόµησης Move Method για την µέθοδο writeHeaders της κλάσης 
JpegEncoder που περιλαµβάνεται στην έκδοση του 11.8.26 του Jmol. Το Jmol χρησιµοποιείται για την 
τρισδιάστατη προβολή χηµικών ενώσεων. 
 
9.1.4.1 Κατασκευή του µοντέλου 
 
Χρησιµοποιούµε το EMF για την κατασκευή ενός µοντέλου το οποίο ονοµάζουµε 
refactorings.ecore. Πιο αναλυτικά, προβαίνουµε στη δηµιουργία της ιεραρχίας πακέτων 
που παρουσιάζεται στην επόµενη εικόνα(Εικόνα 9.1.4.1.1) και τοποθετούµε το σύνολο των 
κλάσεων που απαιτούνται για την οπτικοποίηση της αναδόµησης Μετακίνηση 
Μεθόδου(Move Method) στο πακέτο model. Πρέπει να σηµειώσουµε ότι, το πακέτο model 
περιέχει το σύνολο των κλάσεων που συµµετέχουν στις οπτικοποιήσεις του JDeodorant. 
 
Προκειµένου να αξιοποιήσουµε και να επεκτείνουµε τους τύπους που παρέχονται από το 
µεταµοντέλο της UML, δηµιουργούµε νέες κλάσεις για την αναπαράσταση στοιχείων του 
διαγράµµατος όπως οι µέθοδοι, οι ιδιότητες και οι κλάσεις , µε τις νέες αυτές κλάσεις να 
περιέχουν αναφορές στους αντίστοιχους τύπους της UML. Για το σκοπό αυτό, 
φορτώνουµε το µοντέλο ecore της UML το οποίο διατίθεται από το framework UML2 του 
Eclipse και φορτώνει µε τη σειρά του το µεταµοντέλο του EMF. Όπως έχουµε ήδη 
αναφέρει, το framework UML2 συνιστά µια βασισµένη στο EMF υλοποίηση του 
µεταµοντέλου της UML. 
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Εικόνα 9.1.4.1.1: Το µοντέλο refactorings.ecore 
 
Οι διασυνδέσεις (interfaces) που χρησιµοποιούνται κατά την οπτικοποίηση της 
αναδόµησης Move Method είναι οι εξής: 
 
 ModelElement:  αποτελεί τη βασική διασύνδεση της εφαρµογής από την οποία 
κληρονοµούν όλες οι κλάσεις του µοντέλου.  
 RefactoringDiagram: αντιστοιχεί στο ίδιο το διάγραµµα. Περιέχει µια λίστα µε 
αντικείµενα τύπου ModelElement καθώς και ιδιότητες που εκφράζουν το πλάτος 
και το ύψος του διαγράµµατος. 
 AttributeElement: Χρησιµοποιείται για την αναπαράσταση µιας ιδιότητας. Τηρεί 
µία αναφορά σε ένα αντικείµενο της κλάσης org.eclipse.uml2.uml.Property.  
 MethodElement: Χρησιµοποιείται για την αναπαράσταση µιας µεθόδου. Τηρεί µια 
αναφορά σε ένα αντικείµενο της κλάσης org.eclipse.uml2.uml.Operation. 
 MoveableMethodElement: Επεκτείνει τη διασύνδεση MethodElement και διαθέτει 
επιπρόσθετα µια αναφορά σε ένα αντικείµενο τύπου ClassElement το οποίο 
αντιστοιχεί στην κλάση προορισµού. 
 ClassElement: αναπαριστά µια κλάση. Περιλαµβάνει µια λίστα µε αντικείµενα 
τύπου AttributeElement και µια λίστα µε αντικείµενα τύπου MethodElement. 
Επίσης, τηρεί αναφορά σε ένα αντικείµενο της κλάσης 
org.eclipse.uml2.uml.Classifier. Στη UML, ο όρος "classifier" µπορεί να 
αναφέρεται σε µια κλάση, µια διασύνδεση, έναν τύπο δεδοµένων ή ένα συστατικό 
του συστήµατος λογισµικού γενικότερα. (Bell, 2004) 
 MoveMethodAssociationElement: παριστάνει τη σύνδεση ανάµεσα στην µέθοδο 
που πρόκειται να µετακινηθεί και την αντίστοιχη κλάση προορισµού. Για το σκοπό 
αυτό τηρεί µία αναφορά τύπου MoveableMethodElement και µία αναφορά τύπου 
ClassElement. 
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9.1.4.2 ∆ηµιουργία στιγµιότυπου του µοντέλου 
 
Η δηµιουργία στιγµιότυπων του παραπάνω µοντέλου πραγµατοποιείται προγραµµατιστικά 
µε βάση τα δεδοµένα που εµπεριέχονται σε αντικείµενα της κλάσης 
MoveMethodRefactoring. Η τελευταία κλάση χρησιµοποιείται για την αναπαράσταση 
µιας αναδόµησης Μετακίνηση Μεθόδου (Move Method). 
 
public static RefactoringDiagram createMoveMethodModel  
(MoveMethodRefactoring refactoring) { 
  
 
 Model model = UMLFactory.eINSTANCE.createModel(); (1) 
 RefactoringDiagram refactoringDiagram = UMLModelUtils.getModelFactory() 
                    .createRefactoringDiagram(); (2) 
 
 TypeDeclaration sourceDeclaration = refactoring 
                  .getSourceTypeDeclaration(); 
 TypeDeclaration targetDeclaration = refactoring 
                   .getTargetTypeDeclaration(); 
 MethodDeclaration sourceMethodDeclaration = refactoring 
                         .getSourceMethod(); (3) 
 
 ClassElement targetClassElement = UMLModelUtils. 
                                    populateUMLClass(model, 
                                    targetDeclaration, null, null, null); 
 
 ClassElement sourceClassElement =  UMLModelUtils. 
                                   populateUMLClass(model, 
                                   sourceDeclaration, 
sourceMethodDeclaration,                    
targetClassElement,  
                                    refactoring.getMovedMethodName());(4) 
……………………………………………………………………………………………………………………………………………… 
 refactoringDiagram.addElement(sourceClassElement); 
 refactoringDiagram.addElement(targetClassElement); 
……………………………………………………………………………………………………………………………………………… 
 return refactoringDiagram; 
} 
 
(1) ∆ηµιουργούµε ένα νέο µοντέλο βασισµένο στη UML. 
(2) Κατασκευάζουµε ένα αντικείµενο της κλάσης RefactoringDiagram το οποίο 
αναπαριστά το συνολικό διάγραµµα. 
(3) Λαµβάνουµε από το αντικείµενο που αντιστοιχεί στην αναδόµηση(refactoring) τις 
δηλώσεις των κλάσεων προορισµού και προέλευσης καθώς και τη δήλωση της µεθόδου 
προς µετακίνηση. 
(4) Οι παραπάνω δηλώσεις χρησιµοποιούνται για την δηµιουργία αντικειµένων που 
περιγράφουν τις κλάσεις προορισµού και προέλευσης(targetClassElement και 
sourceClassElement αντίστοιχα) στα πλαίσια του διαγράµµατος και συνεπώς 
προστίθενται ως στοιχεία αυτού. 
 
Πιο αναλυτικά, η κλάση UMLModelUtils περιλαµβάνει ένα σύνολο βοηθητικών µεθόδων 
για την κατασκευή αντικειµένων που βασίζονται στο µεταµοντέλο της UML (κλάσεων, 
ιδιοτήτων και µεθόδων). Στη συνέχεια παραθέτουµε ένα τµήµα της µεθόδου 
populateUMLClass: 
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public static ClassElement populateUMLClass(Model model, 
                        TypeDeclaration declaration, 
 MethodDeclaration methodToBeMoved,                 
ClassElement targetClass, 
                                       String newName) { 
 
 ClassElement classElement = factory.createClassElement(); 
 org.eclipse.uml2.uml.Class umlClass=    
model.createOwnedClass(declaration.getName(). 
                                    getIdentifier(),false); (1) 
 MethodDeclaration[] methods = declaration.getMethods(); 
 FieldDeclaration[] fields = declaration.getFields(); 
 for (int i = 0; i < methods.length; i++) { 
 MethodDeclaration currentMethod = methods[i]; 
 Operation operation = classElement.generateMethod(model, 
                               currentMethod);(2) 
       if (operation != null) { 
     MethodElement methodElement=null; 
          if (methodToBeMoved == null ||    
!methodToBeMoved.equals(currentMethod)) { 
  methodElement = factory.createMethodElement(); (3) 
     } else { 
          if (targetClass != null) { 
  methodElement = factory.createMoveableMethodElement(); (4) 
       ((MoveableMethodElement)methodElement). 
             setTargetClassElement(targetClass); 
      } 
     } 
 methodElement.setMethod(operation); 
 classElement.getMethodElements().add(methodElement); (5) 
     } 
 } 
 ……………………………………………………………………………………………………………………………………………………………   
 classElement.setUmlClass(umlClass); 
 return classElement; 
 
} 
 
(1)  Κατασκευάζουµε µία κλάση της UML µε το καθορισµένο αναγνωριστικό, το οποίο 
λαµβάνεται από τη δήλωση της κλάσης στο αντίστοιχο αρχείο πηγαίου κώδικα. Το όρισµα 
false δηλώνει ότι δεν πρόκειται για αφηρηµένη κλάση. 
 
(2) Για κάθε µια από τις δηλώσεις µεθόδων που περιλαµβάνονται στο αρχείο πηγαίου 
κώδικα κατασκευάζεται µια µέθοδος σύµφωνα µε το µεταµοντέλο της UML. 
 
(3) Εάν η εξεταζόµενη µέθοδος δεν ταυτίζεται µε τη µέθοδο προς µετακίνηση 
δηµιουργείται ένα αντικείµενο τύπου MethodElement, διαφορετικά(4) δηµιουργείται ένα 
αντικείµενο τύπου MoveableMethodElement στο οποίο τίθεται επιπρόσθετα η κλάση 
προορισµού (targetClass). Τα παραπάνω αντικείµενα ενθυλακώνουν µια µέθοδο της 
UML και συντελούν στην διαγραµµατική αναπαράστασή της. Για το σκοπό αυτό, 
προστίθενται στη λίστα µεθόδων του συσχετιζόµενου αντικειµένου ClassElement (5). 
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9.1.4.3 Αντιστοίχιση των αντικειµένων του µοντέλου σε edit parts 
 
Η γραφική απεικόνιση µιας κλάσης αποτελείται από τρία επιµέρους τµήµατα: 1) το όνοµα 
της κλάσης, 2) τη λίστα των ιδιοτήτων της και 3) τη λίστα των µεθόδων της. Για κάθε ένα 
από τα τµήµατα αυτά δηµιουργούµε ένα edit part (οπότε προκύπτουν οι κλάσεις 
ClassNameEditPart, AttributesEditPart και MethodElementsEditPart 
αντίστοιχα). 
 
Επικαλύπτουµε τη µέθοδο getModelChildren του AttributesEditPart ώστε να 
επιστρέφει τη λίστα των ιδιοτήτων της κλάσης. Παρόµοια, η µέθοδος getModelChildren 
του MethodElementsEditPart επιστρέφει τη λίστα των µεθόδων της κλάσης (ως 
αντικείµενα τύπου MethodElement).  
 
Τα παραπάνω edit parts προστίθενται σε ένα τέταρτο edit part µε ονοµασία 
ClassElementEditPart, το οποίο παριστάνει τη συνολική κλάση και συσχετίζεται µε ένα 
αντικείµενο τύπου ClassElement. Για το σκοπό αυτό επικαλύπτεται η µέθοδος 
refreshChildren() η οποία καλείται από το GEF κατά την αρχικοποίηση του edit part. 
public void refreshChildren() { 
 
   addChild(classNameEditPart, -1); 
   addChild(eAttributesEditPart, -1); 
   addChild(eOperationsEditPart, -1); 
   
} 
 
∆εδοµένου ότι επιτρέπεται η ύπαρξη ενός µόνο edit part για κάθε αντικείµενο του 
µοντέλου, τα edit parts ClassNameEditPart, AttributesEditPart και 
MethodElementsEditPart δεν συνδέονται απευθείας µε κάποιο αντικείµενο του 
µοντέλου. 
 
Στη συνέχεια κατασκευάζουµε ένα edit part για τα αντικείµενα του µοντέλου που 
αντιπροσωπεύουν ιδιότητες κλάσεων (AttributeElementEditPart) και ένα edit part για 
τα αντικείµενα του µοντέλου που αντιπροσωπεύουν µεθόδους κλάσεων 
(MethodElementEditPart). 
 
Για κάθε ένα από τα παραπάνω edit parts επικαλύπτουµε τη µέθοδο createFigure() η 
οποία επιστρέφει µια ιεραρχία φιγούρων µε στόχο την γραφική απεικόνιση του 
συσχετιζόµενου µε το edit part αντικειµένου του µοντέλου.  Για παράδειγµα, µια µέθοδος 
(αντικείµενο τύπου MethodElement) αναπαρίσταται µε µια ετικέτα η οποία απαρτίζεται 
από την υπογραφή της µεθόδου και ένα εικονίδιο που προσδιορίζει την ορατότητά 
της(όπως υποδηλώνεται από τη χρήση της φιγούρας τύπου IconLabel). Εάν πρόκειται για 
µέθοδο που µπορεί να µετακινηθεί σε άλλη κλάση σχεδιάζεται επιπρόσθετα ένα ελλειπτικό 
περίγραµµα στην αντίστοιχη ετικέτα.  
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protected IFigure createFigure() { 
  MethodElement model = (MethodElement) getModel(); 
  IconLabel label = new IconLabel(UMLViewUtils.determineImage( 
                                  model.getVisibility()),           
model.generateLabel(),model.isAbstract()); 
   if (isMoveable()) { 
 label.setBorder(new EllipseBorder()); 
    } 
………………………………………………………………………………………………………………………… 
  return label; 
} 
 
Προκειµένου να κατασκευάσουµε το ελλειπτικό περίγραµµα επεκτείνουµε την κλάση 
AbstractBorder και επικαλύπτουµε τη µέθοδο paint(IFigure figure, Graphics 
graphics, Insets insets) ως εξής: 
 
public class EllipseBorder extends AbstractBorder { 
 @Override 
 public void paint(IFigure figure, Graphics graphics, 
   Insets insets) { 
  graphics.setAntialias(1); 
  graphics.setForegroundColor(ColorConstants.red) ;  
  graphics.setLineWidth(2); 
  Rectangle r = getPaintRectangle(figure, getInsets(figure)); 
            graphics.drawOval(r); 
 } 
} 
 
 
9.1.4.4 ∆ηµιουργία της σύνδεσης 
 
Χρειαζόµαστε ένα edit part για την αναπαράσταση της σύνδεσης ανάµεσα στην µέθοδο 
προς µετακίνηση και την κλάση προορισµού της. Η απαιτούµενη πληροφορία για τη 
σχεδίαση της σύνδεσης υπάρχει ήδη στο µοντέλο σε ένα αντικείµενο τύπου 
MoveMethodAssociationElement. Κατασκευάζουµε λοιπόν το παρακάτω edit part: 
 
public class MoveMethodAssociationElementEditPart extends 
  GeneralAssociationEditPart<MoveMethodAssociationElement> { 
 
@Override 
protected IFigure createFigure() { 
 
 CurvedPolyLine connection = new CurvedPolyLine(ColorConstants.red); 
 connection.setOpaque(false); 
 PolygonDecoration decoration = new PolygonDecoration(); 
 decoration.setTemplate(PolygonDecoration.TRIANGLE_TIP); 
 decoration.setForegroundColor(ColorConstants.red); 
 connection.setTargetDecoration(decoration); 
 ……………………………………………………………………………………………………………………………………………………… 
 return connection; 
 
} 
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Η αφηρηµένη κλάση  GeneralAssociationEditPart αποτελεί υπερκλάση όλων των edit 
parts που χρησιµοποιούνται για την απεικόνιση συνδέσεων στα πλαίσια των 
οπτικοποιήσεων του JDeodorant. 
 
Ως φιγούρα της σύνδεσης χρησιµοποιείται η κλάση CurvedPolyLine, η οποία επεκτείνει 
την ενσωµατωµένη κλάση PolylineConnection του Draw2D προκειµένου να εµφανίσει 
µια καµπύλη γραµµή. Στο άκρο προορισµού της σύνδεσης τοποθετείται ένα βέλος 
κόκκινου χρώµατος. 
 
Προέλευση της σύνδεσης 
 
Η προέλευση της σύνδεσης αποτελεί στιγµιότυπο της κλάσης MethodElementEditPart 
και προσθέτει το αντικείµενο του µοντέλου που αντιστοιχεί στη σύνδεση, στη λίστα των 
συνδέσεων προέλευσης της, ως εξής: 
 
public MethodElementEditPart(MethodElement Element) { 
   super(Element); 
   if (isMoveable()){ 
     modelSourceConnections = new ArrayList<Object>(1); 
MoveableMethodElement moveableMethod = 
(MoveableMethodElement) getModel(); 
MoveMethodAssociationElement firstMoveMethodAssociation =  
     new MoveMethodAssociationElementImpl(moveableMethod, 
                                   moveableMethod.getTargetClassElement()); 
 
      modelSourceConnections.add(firstMoveMethodAssociation); 
     } 
 
} 
 
Η λίστα modelSourceConnections και η µέθοδος getModelSourceConnections() 
ορίζονται στην αφηρηµένη κλάση AbstractRefactoringGraphicalEditPart την οποία 
η MethodElementEditPart επεκτείνει: 
 
public abstract class AbstractRefactoringGraphicalEditPart extends 
  AbstractGraphicalEditPart { 
 protected List<Object> modelSourceConnections; 
 
 public List<Object> getModelSourceConnections() { 
  return modelSourceConnections; 
 } 
 ……………………………………………………………………………………………………………………………………………………… 
} 
 
Επιπλέον, η κλάση MethodElementEditPart υλοποιεί τη διασύνδεση NodeEditPart µε 
στόχο να παρέχει ένα σηµείο σύνδεσης CustomEllipseAnchor το οποίο προσαρτάται στο 
µέσο του περιγράµµατος µιας ελλειπτικής φιγούρας. Για το σκοπό αυτό υλοποιούνται οι 
µέθοδοι: 
 
 
public ConnectionAnchor getSourceConnectionAnchor( 
   ConnectionEditPart connection) {  
  return new CustomEllipseAnchor(getFigure()); 
} 
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public ConnectionAnchor getSourceConnectionAnchor(Request request) { 
  return new CustomEllipseAnchor(getFigure()); 
} 
 
Η µέθοδος που δέχεται σαν παράµετρο ένα αντικείµενο τύπου ConnectionEditPart 
συντελεί στον ορισµό ενός σηµείου σύνδεσης για το υπό εξέταση edit part, όταν το edit 
part της σύνδεσης υπάρχει ήδη. Η δεύτερη µέθοδος δέχεται σαν παράµετρο ένα 
αντικείµενο τύπου Request και χρησιµοποιείται κατά τη δηµιουργία µιας νέας σύνδεσης 
από τον χρήστη, δυνατότητα που δεν παρέχεται στην εφαρµογή µας και συνεπώς η 
µέθοδος αυτή µπορεί να επιστρέφει την τιµή null. 
 
Προορισµός της σύνδεσης 
 
Όταν το MethodElementEditPart ενεργοποιείται, η προέλευση της σύνδεσης έχει 
καθοριστεί, ωστόσο δεν έχει οριστεί ο προορισµός της σύνδεσης. Η ακόλουθη µέθοδος 
προστίθεται στο GeneralAssociationEditPart µε στόχο τον ορισµό του προορισµού. 
Αν το edit part προορισµού δεν είναι διαθέσιµο, προστίθεται ένας ακροατής (listener) ο 
οποίος περιµένει έως ότου αυτό γίνει διαθέσιµο. 
 
public void activate() { 
 super.activate(); 
 boolean foundTarget=false; 
 final RefactoringDiagramEditPart containerEditPart = 
    (RefactoringDiagramEditPart)  this.getParent(). 
getChildren().get(0); 
 
List<?> childrenEditParts = containerEditPart.getChildren(); 
   
for (Object e : childrenEditParts) { 
if (AbstractRefactoringGraphicalEditPart.class. 
    isAssignableFrom(e.getClass())) { 
 if (((AbstractRefactoringGraphicalEditPart)e). 
       attachTargetAssociation(this)) { 
  foundTarget=true; 
   break; 
   } 
  } 
} 
if (!foundTarget){ 
  containerEditPart.addEditPartListener(new EditPartListener.Stub(){ 
    public void childAdded(EditPart editPart, int index) { 
 if (AbstractRefactoringGraphicalEditPart.class. 
          isAssignableFrom(editPart.getClass())) { 
      AbstractRefactoringGraphicalEditPart child= 
                (AbstractRefactoringGraphicalEditPart) editPart; 
       if (child.attachTargetAssociation 
         (GeneralAssociationEditPart.this)){ 
          containerEditPart.removeEditPartListener(this); 
  } 
           
 } 
     } 
   }); 
 } 
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Η παραπάνω µέθοδος καλεί την µέθοδο attachTargetAssociation της κλάσης 
AbstractRefactoringGraphicalEditPart η οποία προσθέτει την καθορισµένη σύνδεση 
στη λίστα των συνδέσεων προορισµού του τρέχοντος edit part εφόσον κάτι τέτοιο κριθεί 
κατάλληλο(όπως προκύπτει από την επιστρεφόµενη τιµή της µεθόδου 
GeneralAssociationEditPart. checkIfTarget(ModelElement) ). Eάν η προσθήκη 
της σύνδεσης ολοκληρωθεί µε επιτυχία, τότε η µέθοδος attachTargetAssociation 
επιστρέφει την τιµή true: 
 
public boolean attachTargetAssociation( 
   GeneralAssociationEditPart<?> editPart) { 
 if (editPart.checkIfTarget((ModelElement) this.getModel())) { 
  if (modelTargetConnections==null){ 
    modelTargetConnections= new  ArrayList<Object>(); 
  } 
  this.modelTargetConnections.add((Object) editPart.getAssociation()); 
  this.addTargetConnection(editPart, 0); 
  return true; 
 } else { 
   return false; 
 } 
} 
 
Η µέθοδος checkIfTarget(ModelElement) επικαλύπτεται στο edit part που 
χρησιµοποιείται για τον συµβολισµό της σύνδεσης 
(MoveMethodAssociationElementEditPart) ώστε να παρέχει την πραγµατική 
υλοποίηση. Ειδικότερα, η εν λόγω µέθοδος ελέγχει εάν ο προορισµός της 
σύνδεσης(στιγµιότυπο της ClassElement) ταυτίζεται µε το αντικείµενο που µεταβιβάζεται 
σαν όρισµα σε αυτή: 
 
public boolean checkIfTarget(ModelElement classView) { 
MoveMethodAssociationElement association =  
             (MoveMethodAssociationElement) getModel(); 
 if (association.getTargetClassElement() != null &&  
classView instanceof ClassElement &&        
association.getTargetClassElement(). 
      equals(classView)) { 
           return true; 
 } else { 
    return false; 
 } 
} 
 
Ακόµη, η κλάση ClassElementEditPart υλοποιεί  τη διασύνδεση NodeEditPart και 
προσδιορίζει ως σηµείο σύνδεσης προορισµού ένα στιγµιότυπο της κλάσης 
ChopBoxAnchor, που αποτελεί και την εξορισµού υλοποίηση για edit parts που 
κληρονοµούν από την AbstractConnectionEditPart. 
 
Κατά την απενεργοποίηση της σύνδεσης, καλείται από το GEF η µέθοδος 
MoveMethodAssociationElementEditPart.deactivate() την οποία επικαλύπτουµε σε 
τρόπο ώστε να αφαιρείται η υπό εξέταση σύνδεση από τη λίστα των συνδέσεων 
προορισµού του αντίστοιχου edit part τύπου ClassElementEditPart. 
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9.1.4.5 ∆ηµιουργία του EditPartFactory 
 
∆ηµιουργούµε την κλάση GraphicalEditPartFactory η οποία υλοποιεί τη διασύνδεση 
EditPartFactory. Για κάθε ένα από τα προηγούµενα edit part που συνδέεται µε κάποιο 
αντικείµενο του µοντέλου , προσθέτουµε µερικές γραµµές κώδικα στην µέθοδο 
createEditPart() της GraphicalEditPartFactory οι οποίες προσδιορίζουν το edit part 
που θα κατασκευαστεί για το δοσµένο αντικείµενο του µοντέλου ως εξής: 
 
 
public EditPart createEditPart(EditPart context, Object model) { 
   if (model instanceof ClassElement) { 
 return new ClassElementEditPart((ClassElement) model); 
   } else if (model instanceof MoveMethodAssociationElement) { 
 return new MoveMethodAssociationElementEditPart( 
     (MoveMethodAssociationElement) model); 
   } else if (model instanceof MethodElement) { 
 return new MethodElementEditPart((MethodElement) model); 
   } else if (model instanceof AttributeElement) { 
 Retur0n new AttributeElementEditPart((AttributeElement) model); 
   }  
 
}  
 
9.1.4.6 ∆υνατότητα απόκρυψης των διαµερισµάτων της κλάσης που περιλαµβάνουν 
τις ιδιότητες και τις µεθόδους 
 
Προκειµένου να βελτιώσουµε την αναγνωσιµότητα του διαγράµµατος, ιδιαίτερα σε 
περιπτώσεις όπου οι κλάσεις που αναπαριστώνται περιλαµβάνουν εξαιρετικά µεγάλο 
πλήθος ιδιοτήτων ή/και µεθόδων ή περιέχουν µεθόδους µε µεγάλο µήκος υπογραφής ή 
ιδιότητες µε µακροσκελή ονόµατα, παρέχουµε τη δυνατότητα απόκρυψης των ιδιοτήτων 
ή/και των µεθόδων µιας κλάσης.  Η απόκρυψη/επανεµφάνιση των ιδιοτήτων µιας κλάσης 
(παρόµοια για τις µεθόδους) µπορεί να επιτευχθεί διπλοπατώντας µε το ποντίκι στο 
αντίστοιχο πλαίσιο. 
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Εικόνα 9.1.4.6.1: Η οπτικοποίηση µιας αναδόµησης τύπου Move Method στο έργο λογισµικού Nutch πριν 
και µετά τη σύµπτυξη του πλαισίου που περιέχει τις ιδιότητες της κλάσης προορισµού. 
 
Εργαζόµαστε λοιπόν ως εξής: 
 
1. ∆ηµιουργούµε ένα edit part µε ονοµασία CollapsibleEditPart, το οποίο επεκτείνεται 
από τις κλάσεις AttributesEditPart και MethodElementsEditPart και 
χρησιµοποιείται µε στόχο την κατασκευή του πλαισίου όπου θα τοποθετηθούν οι ιδιότητες 
και οι µέθοδοι της κλάσης αντίστοιχα. 
 
public class CollapsibleEditPart<T> extends AbstractGraphicalEditPart { 
 protected boolean isCollapsed = false; 
 protected boolean isCollapsible = false; 
…………………………………………………………………………………………………………… 
protected IFigure createFigure() { 
 return new CompartmentFigure(); 
} 
 
……………………………………………………………………………………………………… 
 
Πιο συγκεκριµένα, το παραπάνω edit part συντελεί στη δηµιουργία µιας φιγούρας  
CompartmentFigure. Η κλάση CompartmentFigure επεκτείνει την κλάση 
org.eclipse.draw2d.Figure και διατάσσει τις περιεχόµενες σε αυτή φιγούρες µε τη 
βοήθεια ενός ToolbarLayout, το οποίο τοποθετεί τις φιγούρες σε µία στήλη: 
 
public class CompartmentFigure  extends Figure{ 
   public CompartmentFigure(){ 
       Figure fig=new Figure(); 
       add(fig); 
  ToolbarLayout layout=new ToolbarLayout(); 
  layout.setMinorAlignment(ToolbarLayout.ALIGN_TOPLEFT); 
  layout.setStretchMinorAxis(false); 
  layout.setSpacing(2); 
  this.setLayoutManager(layout); 
  setBorder(new CompartmentFigureBorder()); 
   
} 
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Η κενή φιγούρα fig προστίθεται στο πλαίσιο ώστε αυτό να διατηρεί ένα ελάχιστο 
µέγεθος µετά τη σύµπτυξή του. 
 
Επιπρόσθετα, η φιγούρα CompartmentFigure διαθέτει ένα ειδικά προσαρµοσµένο 
περίγραµµα, το οποίο σχεδιάζεται ως µία γραµµή πάχους ενός pixel στο επάνω µέρος του 
πλαισίου και συµβάλλει στον διαχωρισµό του πλαισίου από τα υπόλοιπα τµήµατα της 
κλάσης: 
 
public class CompartmentFigureBorder extends AbstractBorder{ 
  public Insets getInsets(IFigure figure) { 
 return new Insets(1,0,0,0); 
  } 
 public void paint(IFigure figure, Graphics graphics, Insets insets) { 
  
     graphics.drawLine(getPaintRectangle(figure,insets).getTopLeft(),      
getPaintRectangle(figure,insets).getTopRight()); 
 }   
} 
 
 
2. Προσθέτουµε στην κλάση CollapsibleEditPart την παρακάτω µέθοδο: 
 
public void performRequest(Request req) { 
  if (isCollapsible) { 
    if (req.getType().equals(RequestConstants.REQ_OPEN)) { 
      isCollapsed = !isCollapsed; 
 refreshChildren(); 
      ((RefactoringDiagramEditPart)  this.getParent().getParent()) 
       .cleanupLayout(); 
    } 
 super.performRequest(req); 
 } 
  
} 
 
Η µέθοδος performRequest(Request req) ελέγχει σε πρώτη φάση κατά πόσο: 1) το υπό 
εξέταση edit part υποστηρίζει τη δυνατότητα απόκρυψης/επανεµφάνισης των 
περιεχοµένων του (µε βάση την τιµή της µεταβλητής isCollapsible ) και 2) πρόκειται 
για µια αίτηση που προκύπτει µετά από το διπλοπάτηµα του ποντικιού στη φιγούρα του 
edit part. 
 
Εάν οι παραπάνω συνθήκες ικανοποιούνται, τίθεται η κατάλληλη τιµή στην µεταβλητή 
isCollapsed , η οποία αντικατοπτρίζει την τρέχουσα κατάσταση του πλαισίου και 
λαµβάνει την τιµή true όταν αυτό είναι συµπτυγµένο και την τιµή false διαφορετικά. 
Εξορισµού το πλαίσιο είναι αναπτυγµένο (isCollapsed = false).  
 
Στη συνέχεια καλείται η µέθοδος refreshChildren(), η οποία ενηµερώνει το σύνολο των 
edit parts που αποτελούν παιδιά του τρέχοντος edit part σε τρόπο ώστε αυτά να είναι 
συγχρονισµένα µε το µοντέλο. Η ενηµέρωση αυτή επιτυγχάνεται µέσα από τη σύγκριση 
των υφιστάµενων edit parts µε το σύνολο των αντικειµένων του µοντέλου όπως αυτά 
επιστρέφονται από τη µέθοδο getModelChildren(). Έτσι, τα edit parts για τα οποία παύει 
να υπάρχει ένα αντίστοιχο αντικείµενο στο µοντέλο αποµακρύνονται, ενώ παράλληλα 
κατασκευάζονται edit parts για τα νέα αντικείµενα που προστίθενται στο µοντέλο.  
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Εξορισµού, εάν το πλαίσιο είναι συµπτυγµένο επιστρέφεται µια κενή λίστα ενώ 
διαφορετικά επιστρέφεται η λίστα των ιδιοτήτων (ή των µεθόδων) της αντίστοιχης κλάσης, 
όπως προκύπτει από τη µέθοδο  getModelChildren() της CollapsibleEditPart.  
 
protected List<T> getModelChildren() { 
   if (isCollapsed) { 
 return new ArrayList<T>(); 
   } else { 
 return children; 
   } 
} 
 
3. Στο εσωτερικό της κλάσης MethodElementsEditPart, επικαλύπτουµε την εξορισµού 
συµπεριφορά της µεθόδου getModelChildren() όπως αυτή καθορίζεται στην κλάση 
CollapsibleEditPart. Πιο συγκεκριµένα, στην περίπτωση των µεθόδων, εάν το πλαίσιο 
είναι συµπτυγµένο επιστρέφεται αποκλειστικά το αντικείµενο που αντιπροσωπεύει τη 
µέθοδο προς µετακίνηση, ενώ διαφορετικά επιστρέφεται το σύνολο των µεθόδων της 
κλάσης. 
 
 
protected List<MethodElement> getModelChildren() { 
  if (isCollapsed) { 
 return findMoveableMethods(); 
  } else { 
    return children; 
  } 
} 
 
9.1.4.7 Ενσωµάτωση του διαγράµµατος στο περιβάλλον του Eclipse 
 
Όπως προαναφέρθηκε, οι προτάσεις αναδοµήσεις παρουσιάζονται από το JDeodorant µε 
τη µορφή ενός πίνακα. Αφού ο χρήστης επιλέξει την αναδόµηση που επιθυµεί να 
εφαρµόσει, κάνει κλικ στο κουµπί Apply Refactoring, οπότε εµφανίζεται ένας ειδικός 
οδηγός (refactoring wizard) ο οποίος προσφέρει: 
 
 µια προεπισκόπηση των µεταβολών που θα συµβούν στον κώδικα αν εφαρµοστεί η 
αναδόµηση 
 δυνατότητα προσθήκης σελίδων (UserInputWizardPage) που χρησιµεύουν γενικά 
για την εισαγωγή δεδοµένων από το χρήστη. Τα δεδοµένα αυτά είναι δυνατό να 
αξιοποιηθούν στη συνέχεια κατά τη διαδικασία της αναδόµησης (για παράδειγµα 
καθορισµός από το χρήστη ονοµάτων µεθόδων και κλάσεων) . 
 µια σελίδα  (error page) για την παρουσίαση πιθανών προβληµάτων που 
εντοπίζονται µετά τον έλεγχο των συνθηκών οι οποίες πρέπει να πληρούνται 
προκειµένου να εκτελεστεί η επιλεγµένη αναδόµηση. Ειδικότερα, ανάλογα µε το 
αποτέλεσµα του τελευταίου ελέγχου, εµφανίζεται είτε η σελίδα προβολής 
σφαλµάτων ή η σελίδα προεπισκόπησης.  
∆εδοµένου ότι δεν υπάρχει περιορισµός ως προς την προσθήκη γραφικών συστατικών στις 
σελίδες του παραπάνω οδηγού, ενσωµατώνουµε το διάγραµµα που απεικονίζει την 
αναδόµηση Μετακίνηση Μεθόδου (Move Method) στην πρώτη σελίδα του οδηγού. Για το 
σκοπό αυτό δηµιουργούµε την κλάση VisualizeRefactoringInputPage η οποία 
επεκτείνει την UserInputWizardPage και προσθέτουµε τις επόµενες γραµµές κώδικα 
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στην µέθοδο createControl(Composite parent) µε στόχο την κατασκευή και 
αρχικοποίηση ενός ScrollingGraphicalViewer: 
public void createControl(Composite parent) { 
 
   ScalableFreeformRootEditPart rootEditPart =  
                             new ScalableFreeformRootEditPart(); 
    
   Composite result = new Composite(parent, SWT.NONE); 
   FillLayout layout = new FillLayout(); 
 
   result.setLayout(layout); 
   setControl(result); 
 
   ScrollingGraphicalViewer graphicalViewer =  
                          new ScrollingGraphicalViewer(); 
   graphicalViewer.createControl(result); 
    
   graphicalViewer.setRootEditPart(rootEditPart); 
   graphicalViewer.setEditPartFactory(new 
GraphicalEditPartFactory(false)); 
    if (editable){ 
  graphicalViewer.setEditDomain(new EditDomain()); 
    } 
} 
Η κλάση org.eclipse.gef.ui.parts.ScrollingGraphicalViewer αποτελεί ένα είδος 
edit part που συµβάλλει στη δηµιουργία και διαχείριση ενός καµβά του GEF. 
Χρησιµοποιώντας λοιπόν τη µέθοδο ScrollingGraphicalViewer.createControl(), 
µπορούµε να προσθέσουµε τον καµβά αυτό σε οποιοδήποτε στοιχείο(Composite) του 
SWT. 
 
Η γραµµή graphicalViewer.setEditDomain(new EditDomain()) αρχικοποιεί το πεδίο 
επεξεργασίας του διαγράµµατος καθιστώντας εφικτή την απόκριση των edit parts σε 
συµβάντα όπως το διπλοπάτηµα του ποντικιού που οδηγεί στην απόκρυψη/εµφάνιση των 
λιστών των ιδιοτήτων και των µεθόδων. 
 
Τέλος, προκειµένου να διασφαλίσουµε το ότι οι συνδέσεις δροµολογούνται γύρω και όχι 
πάνω από τις υφιστάµενες φιγούρες θέτουµε ως δροµολογητή του επιπέδου των συνδέσεων 
τον ShortestPathConnectionRouter όπως φαίνεται παρακάτω: 
 
RefactoringDiagramEditPart containerEditPart =             
(RefactoringDiagramEditPart) rootEditPart. 
 getChildren().get(0); 
ConnectionLayer connectionLayer =  
                     (ConnectionLayer) rootEditPart 
               .getLayer(LayerConstants.CONNECTION_LAYER); 
IFigure containerFigure=containerEditPart.getFigure(); 
connectionLayer.setConnectionRouter( 
new ShortestPathConnectionRouter(containerFigure)); 
 
Η µέθοδος setVisible(boolean visible)της κλάσης UserInputWizardPage καλείται 
κατά την εµφάνιση της σελίδας από τον σχετικό οδηγό και την επικαλύπτουµε έτσι ώστε 
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να καθορίσουµε τα περιεχόµενα του καµβά του GEF.  Πιο συγκεκριµένα, η µέθοδος 
ModelInstanceGenerator.createModel(refactoring)παράγει (µε βάση τα δεδοµένα 
που περιέχονται στην επιλεγµένη κάθε φορά αναδόµηση) ένα αντικείµενο της κλάσης 
RefactoringDiagram, από το οποίο µπορεί στη συνέχεια ο GraphicalViewer να 
διατρέξει όλα τα υπόλοιπα στοιχεία του µοντέλου µας. 
 
Ο λόγος για τον οποίο ο καθορισµός των περιεχοµένων του διαγράµµατος 
πραγµατοποιείται στην µέθοδο setVisible είναι ότι µε  τον τρόπο αυτό επιτρέπεται η 
σωστή ενηµέρωση του διαγράµµατος στην περίπτωση που : 1) ο οδηγός αποτελείται από 
πολλαπλές σελίδες εισαγωγής δεδοµένων τα οποία επηρεάζουν τα  οπτικοποιούµενα 
συστατικά του µοντέλου και 2) ο χρήστης πλοηγείται µπρος και πίσω στις σελίδες αυτές. 
 
public void setVisible(boolean visible) { 
try{ 
 
  super.setVisible(visible); 
  …………………………………………………………………………………………………………………………… 
  RefactoringDiagram model =    
ModelInstanceGenerator.createModel(refactoring); 
  graphicalViewer.setContents(model); 
  result.layout(true);   
  ………………………………………………………………………………………………………………………………    
}catch(Exception e){ 
   result.setVisible(false); 
   String message=e.getMessage(); 
    if (message==null){message=e.toString();} 
       setErrorMessage("Error visualizing refactoring: "+message); 
  this.setPageComplete(false); 
  e.printStackTrace(); 
 } 
   
} 
 
Στην περίπτωση που παραχθεί κάποια εξαίρεση κατά τη διαδικασία κατασκευής του 
διαγράµµατος, συµβαίνουν τα εξής: 
 αποτρέπεται η εµφάνιση του καµβά του GEF µέσω της εντολής 
result.setVisible(false) 
 εµφανίζεται στην τρέχουσα σελίδα ένα ενηµερωτικό µήνυµα αναφορικά µε το 
σφάλµα (setErrorMessage("Error visualizing refactoring: "+message)) 
 απενεργοποιείται η δυνατότητα µετάβασης του χρήστη στην επόµενη σελίδα του 
οδηγού (this.setPageComplete(false)). 
  
 
Η σελίδα VisualizeRefactoringInputPage προστίθεται στο σύνολο των σελίδων 
εισαγωγής δεδοµένων του σχετικού οδηγού (refactoring wizard) όπως φαίνεται 
παρακάτω: 
 
protected void addUserInputPages() { 
…………………………………………………………………………………………………………………………… 
   
if (refactoring instanceof MoveMethodRefactoring){ 
   addPage(new VisualizeRefactoringInputPage( 
                          (MoveMethodRefactoring) refactoring)); 
  } 
} 
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9.2 Μεγάλη Μέθοδος (Long Method) 
 
9.2.1 Περιγραφή του προβλήµατος σχεδίασης 
 
Είναι γενικά αποδεκτό ότι όσο πιο µακροσκελής είναι µια συνάρτηση, τόσο πιο δύσκολη 
καθίσταται η κατανόησή της, ενώ συχνά αυτή περιλαµβάνει κώδικα πανοµοιότυπο µε τον 
κώδικα που υπάρχει σε άλλα σηµεία στο πρόγραµµα.  
 
9.2.2 Σχετική αναδόµηση 
 
Στην πλειονότητα των περιπτώσεων,  το µήκος της µεθόδου µειώνεται µε την εφαρµογή 
της αναδόµησης Εξαγωγή Μεθόδου (Extract Method), η οποία συνίσταται στην 
οµαδοποίηση συσχετιζόµενων τµηµάτων της µεθόδου και την τοποθέτησή τους σε µια νέα 
µέθοδο µε περιγραφικό όνοµα (Fowler et al., 1999).  
 
Η αναδόµηση Εξαγωγή Μεθόδου (Extract Method) αποτελεί έναν από τους συνηθέστερους 
τύπους αναδοµήσεων, ενώ βασίζεται γενικά σε κριτήρια όπως το µήκος της µεθόδου ή το 
κατά πόσο ο κώδικας είναι τόσο πολύπλοκος ώστε χρειάζεται κάποιο σχόλιο που να 
επεξηγεί το σκοπό του. Μπορεί να χρησιµοποιηθεί σε συνδυασµό µε άλλες αναδοµήσεις 
για την επίλυση µιας ποικιλίας από προβλήµατα σχεδίασης, όπως τα επαναλαµβανόµενα 
τµήµατα κώδικα (Duplicated Code) ή η Ζήλια Ιδιοτήτων (Feature Envy). 
  
Γενικά, η εξαγωγή µεθόδων επιδρά θετικά στη διαδικασία συντήρησης του λογισµικού, 
καθώς απλοποιεί τον κώδικα διασπώντας µεγάλες µεθόδους σε µικρότερες και 
δηµιουργώντας νέες µεθόδους οι οποίες είναι δυνατό να επαναχρησιµοποιηθούν. 
 
9.2.3 Η µεθοδολογία που ακολουθείται από το JDeodorant 
 
Η εξαγωγή µεθόδων βασίζεται στην έννοια του program slicing. Ένα slice αποτελείται από 
το σύνολο των εντολών ενός προγράµµατος οι οποίες είναι πιθανό να επηρεάζουν την τιµή 
µιας µεταβλητής  x σε ένα συγκεκριµένο σηµείο ενδιαφέροντος  p. Το ζεύγος (p, x)  
αναφέρεται ως  κριτήριο slicing. Μετά την εξαγωγή του slice σε µια νέα µέθοδο, το αρχικό 
πρόγραµµα ενηµερώνεται κατάλληλα ώστε να χρησιµοποιεί τη µέθοδο αυτή. 
 
Η µεθοδολογία που υιοθετείται από το JDeodorant (όπως αυτή περιγράφεται από τους 
Tsantalis & Chatzigeorgiou, 2009a) αποβλέπει στον αυτόµατο εντοπισµό ευκαιριών 
αναδόµησης τύπου Εξαγωγή Μεθόδου (Extract Method). Για το σκοπό αυτό, εφαρµόζεται 
µια τεχνική slicing βασισµένη σε µπλοκ. Πιο αναλυτικά, ο χρησιµοποιούµενος αλγόριθµος 
λαµβάνει σαν είσοδο τη δήλωση µιας µεθόδου m και επιστρέφει ένα σύνολο από προτάσεις 
εξαγωγής  slice για κάθε µεταβλητή που δηλώνεται στο εσωτερικό της  m. Καθένα από τα 
τµήµατα κώδικα που προτείνεται προς εξαγωγή περιλαµβάνει τον πλήρη υπολογισµό µιας 
δοσµένης µεταβλητής της αρχικής µεθόδου και αποτελεί συνένωση των στατικών slices 
που προκύπτουν όταν κάθε εντολή ανάθεσης τιµής στην υπό εξέταση µεταβλητή 
χρησιµοποιείται ως κριτήριο slicing. Με άλλα λόγια ,το slice που υπολογίζεται για µια 
συγκεκριµένη µεταβλητή περιλαµβάνει το σύνολο των εντολών ανάθεσης που 
µεταβάλλουν την τιµή της µεταβλητής αυτής στην αρχική µέθοδο. 
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Στη συνέχεια, το σύνολο των προτάσεων εξαγωγής slice εξετάζεται ως προς έναν αριθµό 
από κανόνες προκειµένου να διασφαλιστεί ότι ο κώδικας που προκύπτει µετά την 
εφαρµογή µιας πρότασης διατηρεί αναλλοίωτη τη συµπεριφορά του και είναι λειτουργικά 
χρήσιµος. Για παράδειγµα, το slice  δεν θα πρέπει να περιλαµβάνει εντολές break, 
continue ή return , καθώς οι εντολές αυτού του τύπου συνιστούν µη δοµηµένο έλεγχο 
ροής και η εξαγωγή τους θα είχε σαν αποτέλεσµα τη µεταβολή της συµπεριφοράς της 
εναποµένουσας µεθόδου. Επίσης, ο αριθµός των εντολών στο τελικό slice πρέπει να είναι 
µεγαλύτερος από τον αριθµό των εντολών που χρησιµοποιούνται ως κριτήρια slicing19.  
 
 
Το JDeodorant παρουσιάζει τις προτάσεις εξαγωγής τµηµάτων κώδικα(slice) σε νέες 
µεθόδους µε τη µορφή ενός πίνακα: 
 
 
Εικόνα 9.2.3.1: Η παρουσίαση των προτάσεων αναδόµησης τύπου Εξαγωγή Μεθόδου (Extract Method) στα 
πλαίσια του JDeodorant. 
 
Οι προτάσεις αναδόµησης κάθε µεθόδου που λαµβάνεται ως Μεγάλη Μέθοδος(Long 
Method) ταξινοµούνται σε αύξουσα σειρά µε βάση το ποσοστό των εντολών του slice που 
περιλαµβάνονται τόσο στην εναποµένουσα όσο και στην εξαχθείσα µέθοδο µετά την 
εφαρµογή της αναδόµησης. Ο αντίστοιχος λόγος (Duplicated/Extracted) κυµαίνεται στο 
διάστηµα [0, 1]  και παίρνει την τιµή µηδέν όταν καµιά από τις εξαγµένες εντολές δεν 
επαναλαµβάνεται(βέλτιστη περίπτωση) και την τιµή ένα όταν επαναλαµβάνονται όλες οι 
εξαγµένες εντολές στην αρχική µέθοδο(χειρότερη περίπτωση). Στην περίπτωση όπου δύο ή 
περισσότερες προτάσεις εξαγωγής slice αντιστοιχούν σε µηδέν επαναλαµβανόµενες 
εντολές , τότε αυτές ταξινοµούνται σε φθίνουσα σειρά ως προς το πλήθος των εξαγµένων 
εντολών.  
 
9.2.4 Οπτικοποίηση 
 
Αφού ο χρήστης επιλέξει µία από τις προτεινόµενες αναδοµήσεις (Εικόνα 9.2.3.1) µπορεί 
να κάνει κλικ στο κουµπί Visualize Bad Smell. Σαν αποτέλεσµα, οι κλάσεις του πακέτου 
στο οποίο ανήκει η κλάση όπου αναµένεται να εφαρµοστεί η επιλεγµένη αναδόµηση, 
παρατίθενται µε αλφαβητική σειρά σε έναν editor µε τίτλο Refactoring GEF Editor όπως 
φαίνεται στην επόµενη εικόνα: 
 
 
                                                 
19
 Στην περίπτωση όπου ο αριθµός των εντολών στο slice είναι ίσος µε τον αριθµό των εντολών που 
χρησιµοποιούνται ως κριτήρια slicing  (δηλαδή ισούται µε τον ελάχιστο αριθµό εντολών που µπορούν να 
εξαχθούν), ο κώδικας που προκύπτει είναι αλγοριθµικά απλός , καθώς δεν απαιτούνται επιπρόσθετες εντολές 
για τον υπολογισµό της τιµής της υπό εξέταση µεταβλητής . 
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Εικόνα 9.2.4.1:  Οπτικοποίηση των κακών οσµών Μεγάλη Μέθοδος για το πακέτο com.lowagie.text της 
έκδοσης 1.3.2 της βιβλιοθήκης  iText. Η iText οποία επιτρέπει τη δηµιουργία και διαχείριση εγγράφων pdf. 
  
Πιο αναλυτικά, για κάθε κλάση σχεδιάζεται ένα ορθογώνιο διαιρεµένο σε τρία τµήµατα µε 
το πρώτο τµήµα να περιέχει το όνοµα της κλάσης. Γενικά, οι ιδιότητες και οι µέθοδοι των 
κλάσεων παραλείπονται για λόγους καθαρότητας και αναγνωσιµότητας του διαγράµµατος. 
Ωστόσο, στην περίπτωση κλάσεων που περιλαµβάνουν µία ή περισσότερες «µεγάλες» 
µεθόδους (δηλαδή µεθόδους όπου εντοπίζεται το πρόβληµα σχεδίασης Μεγάλη Μέθοδος 
(Long Method)), σχεδιάζονται επιπρόσθετα οι υπογραφές των µεθόδων αυτών κάθε µια 
από τις οποίες περιβάλλεται από ένα ορθογώνιο πλαίσιο πορτοκαλί χρώµατος µε 
στρογγυλεµένες άκρες.  
 
Επιπρόσθετα, παρέχονται οι ακόλουθες δυνατότητες: 
 
 µεγέθυνση/σµίκρυνση των περιεχοµένων του διαγράµµατος 
 αλλαγή του χρώµατος υποβάθρου των κλάσεων κατά την επιλογή τους από το 
χρήστη 
 αλλαγή της διάταξης των κλάσεων του διαγράµµατος 
 προβολή πληροφοριών (µε τη µορφή ιδιοτήτων) αναφορικά µε την αντίστοιχη 
αναδόµηση(ή αναδοµήσεις) κατά την επιλογή από το χρήστη µιας κλάσης που 
παρουσιάζει την οσµή Μεγάλη Μέθοδος 
 υποστήριξη tooltip για την εµφάνιση πληροφοριών όπως το όνοµα της κλάσης και 
η υπογραφή της µεθόδου όπου εντοπίζεται το πρόβληµα. Το γεγονός αυτό αποκτά 
ιδιαίτερη αξία σε περιπτώσεις διαγραµµάτων που απεικονίζουν µεγάλο πλήθος 
κλάσεων. 
 χειρισµός του editor µε τη βοήθεια του πληκτρολογίου 
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9.2.4.1 Κατασκευή του µοντέλου 
 
Το χρησιµοποιούµενο µοντέλο για την οπτικοποίηση της οσµής Μεγάλη Μέθοδος 
περιλαµβάνει τις διασυνδέσεις ModelElement, ClassElement, AttributeElement, 
MethodElement και RefactoringDiagram, οι οποίες ορίστηκαν κατά την κατασκευή του 
µοντέλου για την οπτικοποίηση της αναδόµησης Μετακίνηση Μεθόδου. Επιπλέον, στη 
διασύνδεση ModelElement προστίθεται η ιδιότητα isLongMethod η οποία λαµβάνει την 
τιµή true όταν πρόκειται για µέθοδο που παρουσιάζει την οσµή Μεγάλη Μέθοδος και 
την τιµή false διαφορετικά. 
 
9.2.4.2 ∆ηµιουργία στιγµιότυπου του µοντέλου 
 
Η δηµιουργία στιγµιότυπων του µοντέλου επιτυγχάνεται µε την κλήση της στατικής 
µεθόδου ModelInstanceGenerator.createLongMethodModel η οποία δέχεται ως 
παραµέτρους το slice που συνδέεται µε την επιλεγµένη αναδόµηση καθώς και τα slices που 
αφορούν το σύνολο των προτεινόµενων από το JDeodorant αναδοµήσεων(Εικόνα 9.2.3.1) 
για το καθορισµένο πακέτο (ή πακέτα).  
 
Πιο αναλυτικά, σε πρώτη φάση λαµβάνονται όλες οι κλάσεις που ανήκουν στο ίδιο πακέτο 
µε την κλάση όπου περιέχεται το slice της επιλεγµένης αναδόµησης. Στη συνέχεια, οι 
κλάσεις αυτές ταξινοµούνται µε αλφαβητική σειρά ως προς το όνοµα τους. Για το σκοπό 
αυτό χρησιµοποιείται ένα αντικείµενο της ClassComparator που υλοποιεί τη διασύνδεση 
Comparator.  
 
Ακολούθως, διατρέχονται όλες οι κλάσεις του πακέτου µε τη βοήθεια ενός βρόχου for ενώ 
για κάθε κλάση εξετάζεται το κατά πόσο υπάρχει ένα (ή και περισσότερα) slice που ανήκει 
σε αυτή (µε βάση τον πίνακα των slices που αντιστοιχούν στο σύνολο των προτεινόµενων 
αναδοµήσεων). Εάν βρεθεί ένα τέτοιο slice, δηµιουργείται ένα αντικείµενο της κλάσης 
ClassElement µε την µέθοδο που εµφανίζει την οσµή Μεγάλη Μέθοδος να προστίθεται 
στη λίστα των µεθόδων της υπό εξέταση κλάσης. Θα πρέπει να σηµειωθεί ότι κατά τη 
δηµιουργία µιας κλάσης λαµβάνεται υπόψη το κατά πόσο αυτή είναι αφηρηµένη, ενώ 
επιπλέον εξετάζεται κατά πόσο το αντίστοιχο αρχείου πηγαίου κώδικα εµπεριέχει µια 
κλάση οπότε καλείται η µέθοδος model.createOwnedClass(name, isAbstract) ή µια 
διασύνδεση οπότε καλείται η µέθοδος model.createOwnedInterface(name). Στη 
συνέχεια, εάν η κλάση δεν υπάρχει ήδη στο διάγραµµα, προστίθεται σε αυτό. Μια 
κλάση(ClassElement) είναι πιθανό να περιλαµβάνεται ήδη ως στοιχείο του διαγράµµατος 
στην περίπτωση κλάσεων που διαθέτουν περισσότερες από µία «µεγάλες» µεθόδους. 
 
Τέλος, ενηµερώνεται κατάλληλα η δοµή δεδοµένων associatedRefactoringProperties 
της τρέχουσας κλάσης, όπου για κάθε επηρεαζόµενη µέθοδο τηρούνται στοιχεία όπως το 
µπλοκ όπου εντοπίζεται το πρόβληµα ή το είδος της αναδόµησης που θα εφαρµοστεί. Τα 
στοιχεία αυτά θα χρησιµοποιηθούν κατά την οπτικοποίηση της οσµής Μεγάλη Μέθοδος 
όπως θα δούµε στη συνέχεια.  
 
Εάν δεν βρεθεί ένα slice που να συνδέεται µε την υπό εξέταση κλάση, τότε αυτή 
προστίθεται ως στοιχείο του διαγράµµατος, ενώ το σύνολο των ιδιοτήτων και των µεθόδων 
της αγνοείται.  
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9.2.4.3 Αντιστοίχιση των αντικειµένων του µοντέλου σε edit parts 
 
Για να επιτευχθεί η αντιστοίχιση των αντικειµένων του µοντέλου που αντιπροσωπεύουν τις 
κλάσεις σε edit parts , αξιοποιείται ο µηχανισµός που κατασκευάστηκε κατά την 
οπτικοποίηση της αναδόµησης Μετακίνηση Μεθόδου. 
 
9.2.4.4 Ενσωµάτωση του διαγράµµατος σε έναν editor του Eclipse 
 
Το GEF διαθέτει τρεις κλάσεις οι οποίες µπορούν να  χρησιµοποιηθούν ως βάση για την 
κατασκευή editors, τις: GraphicalEditor , GraphicalEditorWithPalette και 
GraphicalEditorWithFlyoutPalette, µε την GraphicalEditor να αποτελεί 
υπερκλάση των άλλων δύο. Ειδικότερα, η κλάση GraphicalEditorWithPalette 
προσφέρει επιπρόσθετα µια σταθερή παλέτα εργαλείων, ενώ η κλάση 
GraphicalEditorWithFlyoutPalette προσφέρει µια παλέτα που µπορεί να µετακινηθεί 
και να αποκρυφτεί από το χρήστη.  
Είναι δυνατή η ενσωµάτωση του editor στο περιβάλλον εργασίας του Eclipse (workbench) 
καθιστώντας εφικτή την αξιοποίηση των δυνατοτήτων που προσφέρονται από αυτό. Για 
παράδειγµα, µπορούν να χρησιµοποιηθούν οι ενέργειες Delete, Undo και Redo του µενού 
επιλογών Edit.  
Με τον τρόπο αυτό, στην ενότητα Extensions του αρχείου plugin.xml του JDeodorant 
ορίζουµε µία νέα επέκταση για το σηµείο επέκτασης org.eclipse.ui.editors µε τα 
ακόλουθα στοιχεία: 
 
 
Εικόνα 9.2.4.4.1: Τα λεπτοµερή στοιχεία της επέκτασης Refactoring GEF Editor 
 
 
 
Στη συνέχεια υλοποιούµε την κλάση RefactoringEditor η οποία κληρονοµεί από την 
GraphicalEditorWithFlyoutPalette: 
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public class RefactoringEditor extends GraphicalEditorWithFlyoutPalette { 
   private RefactoringDiagram model; 
   public static final String ID = 
  "gr.uom.java.jdeodorant.refactoring.visualization.editor"; 
   public RefactoringEditor() { 
     this.setEditDomain(new DefaultEditDomain(this)); (1) 
   } 
   protected PaletteRoot getPaletteRoot() { 
 return RefactoringPaletteFactory.createPalette(); (2) 
   } 
   protected void setInput(IEditorInput input) { (3) 
 super.setInput(input); 
 model = ((RefactoringEditorInput) input).getModel(); 
   } 
   protected void initializeGraphicalViewer() { (4) 
 super.initializeGraphicalViewer(); 
 this.getGraphicalViewer().setContents(model); 
   …………………………………………………………………………………………………………………… 
  } 
  protected void configureGraphicalViewer() { (5) 
    super.configureGraphicalViewer(); 
    this.getGraphicalViewer().setEditPartFactory( 
    new GraphicalEditPartFactory(true)); 
    ScalableFreeformRootEditPart rootEditPart=new     
ScalableFreeformRootEditPart(); 
    getGraphicalViewer().setRootEditPart(rootEditPart); 
  ………………………………………………………………………………………………………………………………………………… 
 } 
 public void doSave(IProgressMonitor monitor) { (6) 
 } 
 public boolean isDirty(){ (7) 
   return false; 
 } 
…………………………………………………………………………………………………………………………… 
} 
 
Ένας editor του GEF πέρα από τη γραφική απεικόνιση πληροφοριών, διευκολύνει την 
διαχείριση και επεξεργασία των πληροφοριών αυτών από το χρήστη.  Έτσι, κάθε editor του 
GEF συσχετίζεται µε ένα πεδίο επεξεργασίας, το οποίο αρχικοποιείται  συνήθως στον 
κατασκευαστή του  editor µε τη δήλωση setEditDomain(new 
DefaultEditDomain(this)) (1). 
 
Η µέθοδος getPaletteRoot()(2) συµβάλλει στην ενσωµάτωση των επιθυµητών 
εργαλείων στην παλέτα του editor. Κατασκευάζουµε λοιπόν (µε τη βοήθεια της κλάσης 
RefactoringPaletteFactory) µία παλέτα που περιλαµβάνει αποκλειστικά το εργαλείο 
επιλογής το οποίο αποτελεί και το εξορισµού ενεργοποιηµένο εργαλείο: 
 
public static PaletteRoot createPalette(){ 
   PaletteRoot paletteRoot=new PaletteRoot(); 
   PaletteGroup toolGroup = new PaletteGroup("Tools"); 
   ToolEntry tool=new SelectionToolEntry(); 
  
   paletteRoot.setDefaultEntry(tool); 
   toolGroup.add(tool); 
   paletteRoot.add(toolGroup); 
   return paletteRoot; 
} 
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Το µοντέλο (ένα αντικείµενο της RefactoringDiagram στην περίπτωση µας) 
τροφοδοτείται στον editor µέσω µιας κλάσης που υλοποιεί τη διασύνδεση IEditorInput: 
της  RefactoringEditorInput (3). Η µέθοδος exists() της κλάσης αυτής επιστρέφει 
false υποδηλώνοντας ότι το µοντέλο που εισάγεται στον editor δεν προέρχεται από 
κάποιο αρχείο, ενώ η µέθοδος getPersistable() επιστρέφει  null καταδεικνύοντας ότι 
το µοντέλο δεν αποθηκεύεται σε κάποιο αρχείο. 
 
Η µέθοδος initializeGraphicalViewer συντελεί στον ορισµό των περιεχοµένων του 
GraphicalViewer µετά τη δηµιουργία του (4) , ενώ η µέθοδος 
configureGraphicalViewer() (5)  χρησιµοποιείται για τον καθορισµό ιδιοτήτων του 
GraphicalViewer όπως το ριζικό edit part (RootEditPart) και το EditPartFactory  
και καλείται προτού τεθεί σε αυτόν το περιεχόµενό του. 
 
Προκειµένου να αποτρέψουµε την εµφάνιση προτροπών στον χρήστη αναφορικά µε την  
αποθήκευση του περιεχοµένου του editor , προσθέτουµε τις µεθόδους doSave(6) και 
isDirty (7).  
 
Άνοιγµα του editor 
 
∆ηµιουργούµε µία νέα ενέργεια(visualizeBadSmellAction) ως αντικείµενο της κλάσης 
org.eclipse.jface.action.Action. Η ενέργεια αυτή προστίθεται στη µπάρα εργαλείων 
της καρτέλας που παρουσιάζει τις προτεινόµενες αναδοµήσεις τύπου Εξαγωγή Μεθόδου 
(Extract Method) ενώ ενεργοποιείται αφότου εκτελεστεί (από το χρήστη) η λήψη των 
προτάσεων αναδόµησης. 
 
Πιο συγκεκριµένα, κατά την εκτέλεση της ενέργειας visualizeBadSmellAction, 
δηµιουργείται αρχικά το µοντέλο και στη συνέχεια ανοίγεται (εάν δεν είναι ήδη ανοιχτός) 
ο editor µε αναγνωριστικό RefactoringEditor.ID όπου θα απεικονιστεί το µοντέλο. 
Ειδικότερα, καλείται η µέθοδος openEditor της ενεργής σελίδας του τρέχοντος 
παραθύρου στο περιβάλλον εργασίας του Eclipse: 
 
public void run() { 
  IStructuredSelection selection = (IStructuredSelection) tableViewer 
                         .getSelection(); 
  ASTSlice slice = (ASTSlice) selection.getFirstElement(); 
  IEditorInput input = new    
RefactoringEditorInput(ModelInstanceGenerator. 
                           createLongMethodModel(slice,getSliceTable())); 
  try { 
     Activator.getDefault().getWorkbench() 
      .getActiveWorkbenchWindow().getActivePage() 
      .openEditor(input, RefactoringEditor.ID); 
 } catch (Exception e) { 
     e.printStackTrace(); 
 } 
}   
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9.2.4.5 Προσθήκη ενεργειών στον editor  
 
Σε γενικές γραµµές, τα διαγράµµατα του GEF είναι δυνατό να προσθέτουν ενέργειες σε 
µπάρες εργαλείων, µενού επιλογών και αναδυόµενα µενού. Το GEF προσφέρει αρκετές 
επαναχρησιµοποιήσιµες υλοποιήσεις ενεργειών, ωστόσο εναπόκειται στην εφαρµογή το να 
τις εµφανίσει κάπου.  (Hudson, 2006) 
Προκειµένου λοιπόν να συνδέσουµε επιλογές των µενού του Eclipse µε ενέργειες του 
editor, δηµιουργούµε την κλάση RefactoringEditorContributor που κληρονοµεί από 
την  org.eclipse.gef.ui.actions.ActionBarContributor και τη δηλώνουµε στο 
αρχείο plugin.xml του JDeodorant ως τιµή της ιδιότητας contributorClass στην επέκταση 
που περιγράφει τον editor. Έτσι, για να ενεργοποιήσουµε την δυνατότητα επιλογής όλων 
των περιεχοµένων του editor µε το πληκτρολόγιο, προσθέτουµε ένα καθολικό κλειδί για 
την ενέργεια της επιλογής στη µέθοδο declareGlobalActionKeys, όπως φαίνεται 
παρακάτω: 
protected void declareGlobalActionKeys() { 
 this.addGlobalActionKey(ActionFactory.SELECT_ALL.getId()); 
} 
 
9.2.4.6 Mεγέθυνση/σµίκρυνση 
 
Για να ενσωµατώσουµε στον editor τη δυνατότητα µεγέθυνσης/σµίκρυνσης των 
περιεχοµένων του, βεβαιωνόµαστε σε πρώτη φάση ότι το ριζικό edit part (RootEditPart) 
είναι στιγµιότυπο της κλάσης ScalableFreeformRootEditPart  ή εναλλακτικά της 
ScalableRootEditPart (1).  Οι παραπάνω κλάσεις διαθέτουν µία αναφορά στην κλάση 
ZoomManager η οποία είναι προσβάσιµη µέσω της µεθόδου 
rootEditPart.getZoomManager() και συµβάλλει στη διαχείριση των λειτουργιών 
µεγέθυνσης/σµίκρυνσης παρέχοντας µεθόδους για τον καθορισµό του στυλ κλιµάκωσης(2) 
ή µιας λίστας πρόσθετων επιπέδων κλιµάκωσης (3). 
 
protected void configureGraphicalViewer() { 
 
 ………………………………………………………………………………………………………………… 
 ScalableFreeformRootEditPart rootEditPart= 
                     new ScalableFreeformRootEditPart(); 
 getGraphicalViewer().setRootEditPart(rootEditPart);(1) 
 List<String> zoomContributions=new ArrayList<String>(); 
 zoomContributions.add(ZoomManager.FIT_ALL); 
 zoomContributions.add(ZoomManager.FIT_WIDTH); 
 
 rootEditPart.getZoomManager(). 
               setZoomAnimationStyle(ZoomManager.ANIMATE_ZOOM_IN_OUT); (2) 
 rootEditPart.getZoomManager(). 
               setZoomLevelContributions(zoomContributions);(3) 
 ………………………………………………………………………………………………………… 
} 
 
Προσθέτουµε το µενού µε τα επίπεδα κλιµάκωσης στη µπάρα εργαλείων της γραφικής 
διεπιφάνειας του  editor, εισάγοντας τις επόµενες εντολές στη µέθοδο 
contributeToToolBar της κλάσης RefactoringEditorContributor: 
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public void contributeToToolBar(IToolBarManager manager){ 
………………………………………………………………………………………………………………………………… 
   super.contributeToToolBar(manager); 
   manager.add(new Separator()); 
   manager.add(new ZoomComboContributionItem(getPage())); 
………………………………………………………………………………………………………………………………… 
} 
 
 
Εικόνα 9.2.4.6.1 : Το κυλιόµενο µενού µε τα επίπεδα κλιµάκωσης 
 
Η κλάση ZoomComboContributionItem χρησιµοποιεί τη διασύνδεση IAdapter  ώστε να 
εντοπίσει τον ZoomManager που συνδέεται µε το τρέχον περιεχόµενο της περιοχής 
εργασίας του Eclipse. Συνεπώς για να συµµετέχει ο editor στον µηχανισµό αυτό 
περιλαµβάνει τον ακόλουθο κώδικα : 
 
public Object getAdapter(Class type){ 
 if (type==ZoomManager.class){ 
    ZoomManager zoomManager = 
          ((ScalableFreeformRootEditPart) getGraphicalViewer(). 
      getRootEditPart()). 
getZoomManager(); 
     return zoomManager; 
 } 
 return super.getAdapter(type); 
} 
 
9.2.4.7 Υποστήριξη tooltip 
 
Κάθε αντικείµενο της κλάσης Figure µπορεί να έχει ένα tool tip το οποίο εµφανίζεται και 
εξαφανίζεται καθώς ο χρήστης µετακινεί το δείκτη του ποντικιού πάνω στη φιγούρα. 
Προκειµένου να θέσουµε την τιµή του tooltip µπορούµε να χρησιµοποιήσουµε τη µέθοδο 
setToolTip(): 
 
fig.setToolTip(new Label(this.getClassElement().getLabel())); 
        
Η παραπάνω εντολή καλείται στο εσωτερικό της µεθόδου createFigure της κλάσης 
ClassElementEditPart και συντελεί στην εµφάνιση ενός tooltip µε το όνοµα της κλάσης. 
Παρόµοια εργαζόµαστε και για την εµφάνιση ενός tool tip µε την υπογραφή κάθε µεθόδου.
  
9.2.4.8 Αλλαγή του χρώµατος υποβάθρου των κλάσεων κατά την επιλογή τους από το 
χρήστη 
 
Υλοποιούµε τη µέθοδο createEditPolicies() του  ClassElementEditPart και 
αντιστοιχίζουµε την πολιτική ClassSelectionEditPolicy στον ρόλο 
SELECTION_FEEDBACK_ROLE:  
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protected void createEditPolicies() { 
   super.createEditPolicies(); 
   this.installEditPolicy(EditPolicy.SELECTION_FEEDBACK_ROLE, 
      new ClassSelectionEditPolicy()); 
} 
 
Η κλάση ClassSelectionEditPolicy επεκτείνει την SelectionEditPolicy και υλοποιεί 
τις µεθόδους showSelection() και hideSelection() έτσι ώστε όταν ο χρήστης επιλέγει 
µια κλάση, αυτή να εµφανίζεται µε ανοιχτό πράσινο χρώµα υποβάθρου ενώ όταν την 
αποεπιλέγει να λαµβάνει το αρχικό της χρώµα: 
 
public class ClassSelectionEditPolicy extends SelectionEditPolicy{ 
   protected void hideSelection() { 
 this.getHostFigure().setBackgroundColor(ColorConstants.lightBlue); 
   } 
   protected void showSelection() { 
 this.getHostFigure().setBackgroundColor(ColorConstants.lightGreen); 
   } 
} 
 
 
9.2.4.9 Αλλαγή της διάταξης των κλάσεων του διαγράµµατος 
 
Προκειµένου να ενσωµατώσουµε στον editor, τη δυνατότητα µετακίνησης των φιγούρων 
του διαγράµµατος που αναπαριστούν τις κλάσεις, υλοποιούµε σε πρώτη φάση τη µέθοδο 
createEditPolicies() του  RefactoringDiagramEditPart ώστε να καθορίσουµε µια 
πολιτική για το ρόλο LAYOUT_ROLE:  
 
protected void createEditPolicies() { 
 super.createEditPolicies(); 
 installEditPolicy(EditPolicy.LAYOUT_ROLE, new MoveLayoutEditPolicy()); 
 
} 
 
Σαν αποτέλεσµα, κάθε φορά που µετακινούνται οι φιγούρες που αντιστοιχούν στα 
περιεχόµενα στο RefactoringDiagramEditPart  edit parts, το GEF προωθεί τις σχετικές 
αιτήσεις(ChangeBoundsRequests) στην πολιτική επεξεργασίας MoveLayoutEditPolicy: 
 
public class MoveLayoutEditPolicy extends XYLayoutEditPolicy { 
  protected Command createChangeConstraintCommand(EditPart child, 
                                   Object constraint) { 
     if (child instanceof ClassElementEditPart) { 
   if (constraint instanceof Rectangle) { 
           return new MoveFigureCommand( 
      (ClassElementEditPart) child,  
                                    (Rectangle) constraint); 
   } 
     } 
    return null; 
   } 
  protected Command getCreateCommand(CreateRequest request) { 
     return null; 
  } 
  protected EditPolicy createChildEditPolicy(EditPart child) { 
 return new NonResizableEditPolicy(); 
  } 
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Η MoveLayoutEditPolicy κληρονοµεί από την κλάση XYLayoutEditPolicy του GEF, η 
οποία έχει δηµιουργηθεί σε τρόπο ώστε να επεξεργάζεται κάθε αίτηση της κατηγορίας 
ChangeBoundsRequest µεταβιβάζοντας το επηρεαζόµενο edit part και τη νέα του θέση στη 
µέθοδο createChangeConstraintCommand(). Η µέθοδος αυτή, η οποία επικαλύπτεται 
στην υποκλάση(MoveLayoutEditPolicy) , µετατρέπει την εισερχόµενη πληροφορία σε 
µια νέα εντολή  MoveFigureCommand. 
 
Στη συνέχεια παραθέτουµε ένα τµήµα του κώδικα της κλάσης MoveFigureCommand: 
 
public class MoveFigureCommand extends Command 
{ 
 private GraphicalEditPart editPart,parentEditPart; 
 private Rectangle newBounds, oldBounds; 
 
public MoveFigureCommand(ClassElementEditPart editPart,  
                         Rectangle constraint) { 
 this.editPart = editPart; 
 this.newBounds = constraint; 
 this.oldBounds = new Rectangle(editPart.getFigure().getBounds()); 
 this.parentEditPart=((GraphicalEditPart) editPart.getParent()); 
} 
 public void execute() { 
   redo(); 
 } 
 public void redo() { 
   parentEditPart.setLayoutConstraint(editPart, editPart.getFigure(),      
newBounds); 
 } 
…………………………………………………………………………………………………………………………………………………………………… 
} 
 
Η εντολή MoveFigureCommand κατά την εκτέλεσή της τοποθετεί τη φιγούρα του 
µετακινούµενου edit part στη νέα της θέση ως προς τη φιγούρα του γονικού edit part (όπως 
αυτή προσδιορίζεται από τον ορθογώνιο περιορισµό constraint). Παράλληλα, µε τη 
βοήθεια της µεθόδου createChildEditPolicy ορίζουµε ότι δεν θα είναι εφικτή η αλλαγή 
του µεγέθους των φιγούρων.  
 
Ιδανικά, οι εντολές πρέπει να τροποποιούν το µοντέλο και όχι τις φιγούρες ή τα edit parts. 
Με τον τρόπο αυτό οι µεταβολές στις φιγούρες θα είναι αποτέλεσµα αποκλειστικά της 
απόκρισης των edit parts σε συµβάντα µεταβολής του µοντέλου. Ωστόσο το µοντέλο µας 
δεν τηρεί πληροφορίες αναφορικά µε τη θέση των φιγούρων και συνεπώς η εντολή 
MoveFigureCommand τροποποιεί το edit part απευθείας. 
 
Θα πρέπει να σηµειωθεί ότι, απαραίτητη προϋπόθεση για να είναι δυνατή η µετακίνηση 
των φιγούρων αποτελεί η χρησιµοποίηση ενός LayoutManager που επιτρέπει την 
πραγµατοποίηση µετακινήσεων. Έτσι, κατά τη δηµιουργία της φιγούρας του 
RefactoringDiagramEditPart ορίζουµε ως LayoutManager αυτής ένα αντικείµενο της 
κλάσης FreeformLayout. 
 
Σε αυτή τη φάση οι φιγούρες µπορούν να µετακινηθούν, αρχικά  όµως βρίσκονται όλες 
στην πάνω αριστερή γωνία του editor επικαλύπτοντας η µία την άλλη.  Προσθέτουµε 
λοιπόν µία νέα µέθοδο(cleanupLayout()) η οποία καλείται κατά την ενεργοποίηση του 
RefactoringDiagramEditPart (από τη µέθοδο activate()) και επιτελεί µία αρχική 
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διάταξη των φιγούρων χρησιµοποιώντας τον LayoutManager FlowLayout. Ταυτόχρονα, η 
µέθοδος cleanupLayout()θέτει τους απαραίτητους για τον LayoutManager 
FreeformLayout περιορισµούς. Ειδικότερα, o FreeformLayout δέχεται ως περιορισµούς 
(constraints) ορθογώνια τα οποία οριοθετούν το περιβάλλον πλαίσιο κάθε φιγούρας. 
 
public void cleanupLayout() { 
    RefactoringDiagram diagram = (RefactoringDiagram) getModel(); 
    LayoutManager layout = diagram.getLayoutManager(); 
    layout.layout(getFigure()); 
    layout = getFigure().getLayoutManager(); 
 for (Iterator<?> iter = getChildren().iterator(); iter.hasNext();) { 
 ClassElementEditPart child = (ClassElementEditPart) iter.next(); 
 IFigure childFigure = child.getFigure(); 
 Rectangle constraint = childFigure.getBounds(); 
 layout.setConstraint(childFigure, constraint); 
 } 
} 
 
9.2.4.10 Προβολή πληροφοριών αναφορικά µε την προτεινόµενη αναδόµηση (ή 
αναδοµήσεις) για µια κλάση µε τη µορφή ιδιοτήτων 
 
Το περιβάλλον του Eclipse ακροάζεται συµβάντα επιλογής και ελέγχει κατά πόσο τα 
επιλεγµένα αντικείµενα υλοποιούν τη διασύνδεση IpropertySource.Εάν κάτι τέτοιο 
ισχύει, χρησιµοποιεί τις µεθόδους της διασύνδεσης αυτής προκειµένου να εµφανίσει τις 
ιδιότητες του επιλεγµένου αντικειµένου ή αντικειµένων µε τη µορφή πίνακα (στην 
καρτέλα Properties). Το GEF επιτρέπει την υποστήριξη της δυνατότητας αυτής είτε στο 
επίπεδο των edit parts ή στο επίπεδο του µοντέλου. Με τον τρόπο αυτό, ορίζουµε ότι η 
κλάση ClassElementEditPart υλοποιεί τη διασύνδεση IPropertySource και 
υλοποιούµε τις µεθόδους: 
 getPropertyDescriptors():επιστρέφει έναν πίνακα µε τα αναγνωριστικά και τα 
περιγραφικά ονόµατα των διαθέσιµων ιδιοτήτων και  
 getPropertyValue(Object id): επιστρέφει την τιµή µιας ιδιότητας µε δεδοµένο 
το αναγνωριστικό της ιδιότητας.  
Εµφανίζονται οι ακόλουθες ιδιότητες (Εικόνα 9.2.4.11.1) της αναδόµησης(ή των 
αναδοµήσεων) που συνδέεται µε την επιλεγµένη κάθε φορά κλάση:  
 Boundary Block: το µπλοκ όπου εντοπίζεται το πρόβληµα σχεδίασης 
 Duplicated/Extracted: εκφράζει το λόγο των εντολών που πρόκειται να 
περιλαµβάνονται τόσο στην εναποµένουσα όσο και στην εξαχθείσα µέθοδο 
(µετά την εφαρµογή της αναδόµησης) προς τον συνολικό αριθµό των 
εντολών που εξάγονται. 
 Refactoring Type: αντιστοιχεί στο είδος της αναδόµησης και έχει την τιµή 
Extract Method. 
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Εικόνα 9.2.4.10.1: Οπτικοποίηση των κακών οσµών Μεγάλη Μέθοδος για το πακέτο org.jfree.chart της 
έκδοσης 1.0.12 του Jfreechart20. Στην καρτέλα Properties εµφανίζονται οι ιδιότητες της αναδόµησης 
Εξαγωγή Μεθόδου που αφορά την µέθοδο setChart της επιλεγµένης κλάσης ChartPanel.  
 
9.2.4.11 ∆ιαχείριση του editor µε τη βοήθεια του πληκτρολογίου 
 
Εξορισµού ένας editor δεν αποκρίνεται σε πατήµατα πλήκτρων. Το GEF ενσωµατώνει την 
κλάση GraphicalViewerKeyHandler µε στόχο την υποστήριξη ενός συνόλου από 
προκαθορισµένους συνδυασµούς πλήκτρων κατά την αλληλεπίδραση του χρήστη µε έναν 
editor. Η κλάση αυτή συσχετίζεται µε τον editor ως εξής: 
 
GraphicalViewerKeyHandler keyHandler= 
new GraphicalViewerKeyHandler (getGraphicalViewer()); 
getGraphicalViewer().setKeyHandler(keyHandler); 
 
Σαν αποτέλεσµα, επιτρέπεται µεταξύ άλλων η διαδοχική επιλογή των κλάσεων του 
διαγράµµατος χρησιµοποιώντας τα πλήκτρα που αντιστοιχούν στα βελάκια. 
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9.3 Έλεγχος τύπου (Type Checking) 
 
9.3.1 Περιγραφή του προβλήµατος σχεδίασης 
 
Ο έλεγχος τύπου (type-checking) συνίσταται σε εντολές συνθήκης21 οι οποίες επιλέγουν 
µια διαδροµή εκτέλεσης είτε συγκρίνοντας την τιµή µιας ιδιότητας που αναπαριστά την 
τρέχουσα κατάσταση ενός αντικειµένου(type field) µε ένα σύνολο από επώνυµες σταθερές 
ή ανακτώντας την υποκείµενη υποκλάση µιας αναφοράς µέσα από µηχανισµούς RTTI 
(RunTime Type Identification). Στη δεύτερη περίπτωση, υπάρχει µια εντολή συνθήκης η 
οποία χρησιµοποιεί RTTI (RunTime Type Identification) προκειµένου να µετατρέψει µια 
αναφορά σε µια βασική κλάση (υπερκλάση) στον πραγµατικό παράγωγο τύπο  της 
(υποκλάση) ώστε να καλέσει στη συνέχεια µεθόδους της συγκεκριµένης υποκλάσης. Στην 
περίπτωση αυτή η ιεραρχία κληρονοµικότητας που συνδέεται µε τις παραπάνω κλάσεις 
υπάρχει ήδη, αλλά δεν αξιοποιείται µε τη χρήση πολυµορφισµού. 
 
Ο Έλεγχος Τύπου εισάγει επιπρόσθετη πολυπλοκότητα στον κώδικα λόγω των εντολών 
συνθήκης οι οποίες αποτελούνται κατά κανόνα από πολλές υποπεριπτώσεις καθώς και 
επανάληψη τµηµάτων κώδικα, δεδοµένου ότι συχνά παρατηρείται η ίδια εντολή switch να 
διασκορπίζεται σε διαφορετικά σηµεία ενός προγράµµατος. Σαν αποτέλεσµα 
δυσχεραίνεται η αναγνωσιµότητα και η συντήρηση των σχετικών τµηµάτων κώδικα.  
 
Τα προαναφερθέντα συµπτώµατα συνήθως είναι απόρροια είτε της κακής ποιότητας της  
αρχικής σχεδίασης ή της «γήρανσης» του λογισµικού ως αποτέλεσµα αλλαγών στις 
προδιαγραφές οι οποίες δεν είχαν προβλεφθεί κατά την αρχική σχεδίαση.  
 
9.3.2 Σχετική αναδόµηση 
 
Ο αντικειµενοστρεφής προγραµµατισµός εισάγει την έννοια του πολυµορφισµού ως έναν 
τρόπο αντιµετώπισης του παραπάνω προβλήµατος.  Ειδικότερα, οι Fowler et al. (1999) 
πρότειναν δύο αναδοµήσεις οι οποίες εξαλείφουν τον σχετικό µε τον έλεγχο τύπου κώδικα 
(type-checking) εισάγοντας µια ιεραρχία κληρονοµικότητας: τις  Replace Type Code with 
Subclasses και Replace Type Code with State/Strategy. Η διαφορά ανάµεσα στις δύο 
αναδοµήσεις έγκειται στο ότι, στην πρώτη η ιεραρχία κληρονοµικότητας κατασκευάζεται 
µε τη δηµιουργία υποκλάσεων της κλάσης που αρχικά περιείχε τον σχετικό µε τον έλεγχο 
τύπου κώδικα,  ενώ στη δεύτερη δηµιουργείται µια νέα ιεραρχία κληρονοµικότητας 
σύµφωνα µε το πρότυπο σχεδίασης Κατάσταση/Στρατηγική (State/Strategy) µε την κλάση 
που αρχικά περιείχε τον σχετικό µε τον έλεγχο τύπου κώδικα να αποτελεί  την κλάση 
Context στα πλαίσια του προτύπου αυτού. Σε αντίθεση µε την  Replace Type Code with 
State/Strategy,  η αναδόµηση Replace Type Code with Subclasses δεν είναι εφαρµόσιµη σε 
περιπτώσεις όπου η κατάσταση ενός αντικειµένου µεταβάλλεται κατά το χρόνο εκτέλεσης, 
καθώς ο τύπος της κλάσης ενός αντικειµένου δεν είναι δυνατό να αλλάξει µετά τη 
δηµιουργία του. 
 
Πιο συγκεκριµένα, η αναδόµηση Replace Type Code with State/Strategy χρησιµοποιεί είτε 
το πρότυπο σχεδίασης Κατάσταση (state) ή το πρότυπο Στρατηγική (strategy). Τα δύο 
αυτά πρότυπα είναι παρόµοια και συνεπώς η αναδόµηση είναι η ίδια ανεξάρτητα από το 
ποιο από αυτά χρησιµοποιείται. Έτσι, εάν ο στόχος είναι η απλοποίηση ενός αλγορίθµου, 
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τότε το πρότυπο Στρατηγική αποτελεί καλύτερη επιλογή, ενώ εάν πρόκειται να 
µετακινηθούν δεδοµένα σχετικά µε την κατάσταση του αντικειµένου η οποία µάλιστα 
µεταβάλλεται κατά το χρόνο εκτέλεσης, τότε συνίσταται η χρήση του προτύπου σχεδίασης 
Κατάσταση. 
 
Στην περίπτωση όπου η ιεραρχία κληρονοµικότητας προϋπάρχει (όταν για παράδειγµα 
χρησιµοποιούνται µηχανισµοί RTTI) εφαρµόζεται η αναδόµηση Αντικατάσταση Συνθήκης 
µε Πολυµορφισµό (Replace Conditional with Polymorphism). Πιο αναλυτικά, στα πλαίσια 
της αναδόµησης αυτής, η αρχική µέθοδος όπου εντοπίζεται το πρόβληµα µετατρέπεται σε 
αφηρηµένη και κάθε επιµέρους διακλάδωση της συνθήκης ελέγχου τύπων µετακινείται σε 
µια µέθοδο υποκλάσης που επικαλύπτει την αφηρηµένη µέθοδο.  
 
Εναλλακτικά, οι εντολές συνθήκης που πραγµατοποιούν RTTI µπορούν να εξαλειφθούν µε 
την εφαρµογή  της αναδόµησης “Move Accumulation to Visitor” (Kerievsky, 2004,  
cited by Tsantalis & Chatzigeorgiou, 2010), οπότε χρησιµοποιείται το πρότυπο σχεδίασης 
Visitor. Η αναδόµηση αυτού του τύπου ενδείκνυται σε περιπτώσεις όπου είναι επιθυµητή η 
αποφυγή της υπερφόρτωσης των υποκλάσεων µε λειτουργίες. 
 
Θα πρέπει να σηµειωθεί ότι, εάν η εντολή ελέγχου τύπου περιλαµβάνει λίγες 
υποπεριπτώσεις, εντοπίζεται σε µία µόνο µέθοδο και παράλληλα δεν αναµένεται να 
τροποποιηθεί στην πάροδο του χρόνου, τότε η χρησιµοποίηση του πολυµορφισµού 
θεωρείται υπερβολή. Στην περίπτωση αυτή η αναδόµηση Αντικατάσταση Παραµέτρου µε 
Σαφείς Μεθόδους (Replace Parameter with Explicit Methods)22 αποτελεί µια καλή επιλογή 
(Fowler et al., 1999). 
 
9.3.3 Η µεθοδολογία που ακολουθείται από το JDeodorant 
 
Στα επόµενα περιγράφεται συνοπτικά ο τρόπος µε τον οποίο επιλύει το JDeodorant τα 
προβλήµατα σχεδίασης της κατηγορίας Έλεγχος Τύπου(type – checking), όπως αυτός 
παρουσιάζεται από τους Tsantalis, Chaikalis & Chatzigeorgiou (2008). 
 
Ειδικότερα, ως προς την κατασκευή της ιεραρχίας κληρονοµικότητας, δηµιουργείται 
αρχικά µία αφηρηµένη κλάση η οποία διαδραµατίζει το ρόλο της 
Κατάστασης/Στρατηγικής. Το όνοµα της κλάσης αυτής ταυτίζεται µε το όνοµα της 
ιδιότητας κατάστασης(type field), ενώ µια αφηρηµένη µέθοδος µε το ίδιο όνοµα και τον 
ίδιο επιστρεφόµενο τύπο µε τη µέθοδο που περιέχει το σχετικό µε τον έλεγχο τύπου τµήµα 
κώδικα στην αρχική κλάση, προστίθεται στην αφηρηµένη κλάση. Τέλος, δηµιουργείται ένα 
σύνολο υποκλάσεων το πλήθος των οποίων είναι ίσο µε τον αριθµό των διακλαδώσεων 
που περιέχονται στον σχετικό µε τον έλεγχο τύπου κώδικα, ενώ τα ονόµατα των 
υποκλάσεων αυτών ταυτίζονται µε τα ονόµατα των σταθερών που χρησιµοποιούνται σε 
κάθε επιµέρους έκφραση συνθήκης.  
 
Κάθε µια από τις υποκλάσεις υλοποιεί την αφηρηµένη µέθοδο της υπερκλάσης 
Κατάσταση/Στρατηγική αντιγράφοντας στο σώµα της µεθόδου τον κώδικα της αντίστοιχης 
διακλάδωσης της εντολής συνθήκης. Εάν ένα τουλάχιστον από τα αντιγραφόµενα τµήµατα 
κώδικα προσπελαύνει  ιδιότητες ή µεθόδους της κλάσης στην οποία ανήκε αρχικά, τότε 
προστίθεται στην υπογραφή της αφηρηµένης µεθόδου (και κατά συνέπεια στην υπογραφή 
όλων των διακριτών µεθόδων που την υλοποιούν) µία παράµετρος µε τον τύπο της κλάσης 
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αυτής, προκειµένου να καταστεί δυνατή η πρόσβαση στις παραπάνω ιδιότητες και 
µεθόδους. Επιπλέον, οι χρησιµοποιούµενες ιδιότητες µε προσδιοριστή ορατότητας 
private αντικαθίστανται µε κλήσεις των αντίστοιχων µεθόδων get/set, ενώ ο 
προσδιοριστής ορατότητας των χρησιµοποιούµενων ιδιωτικών µεθόδων τροποποιείται σε 
public. Τέλος, εάν τα αντιγραφόµενα τµήµατα κώδικα προσπελαύνουν παραµέτρους ή 
τοπικές µεταβλητές της µεθόδου που περιέχει το σχετικό µε τον έλεγχο τύπου τµήµα 
κώδικα, τότε αυτές προστίθενται επίσης σαν παράµετροι στην υπογραφή της αφηρηµένης 
µεθόδου. 
   
Στη συνέχεια, η ιδιότητα κατάστασης αντικαθίσταται µε µια αναφορά στην αφηρηµένη 
υπερκλάση Κατάσταση/Στρατηγική, ενώ το σχετικό µε τον έλεγχο τύπου τµήµα κώδικα 
αντικαθίσταται µε την κλήση της αφηρηµένης µεθόδου της υπερκλάσης µέσω της 
παραπάνω αναφοράς. Ακόµη, η µέθοδος set της ιδιότητας κατάστασης ενηµερώνεται 
προκειµένου να θέτει το κατάλληλο στιγµιότυπο υποκλάσης στην αναφορά της 
αφηρηµένης κλάσης .Τέλος, σε ό,τι αφορά την µέθοδο get της µεταβλητής κατάστασης, 
µια αφηρηµένη µέθοδος µε την ίδια υπογραφή προστίθεται στην υπερκλάση 
Κατάσταση/Στρατηγική. Οι υποκλάσεις που την υλοποιούν επιστρέφουν την τιµή της 
αντίστοιχης στατικής ιδιότητας που αναπαριστά την  κατάστασή τους. Επιπλέον, η αρχική 
µέθοδος get τροποποιείται ώστε να καλεί την αφηρηµένη µέθοδο της κλάσης 
Κατάσταση/Στρατηγική µέσω της αντίστοιχης αναφοράς. 
 
Στην περίπτωση που η συνθήκη µιας εντολής ελέγχου τύπου (εντολή if)  αποτελείται 
από περισσότερες της µιας υποσυνθήκες συνδυασµένες µε λογικούς τελεστές OR και όλες 
αυτές οι υποσυνθήκες πραγµατοποιούν έλεγχο τύπου στην ίδια µεταβλητή  (η οποία 
αποθηκεύει την τρέχουσα κατάσταση ενός αντικειµένου), τότε η λειτουργικότητα του 
τµήµατος then είναι κοινή για όλες τις επώνυµες σταθερές  που συµµετέχουν στους 
ελέγχους. Προκειµένου λοιπόν να αποφευχθεί η επανάληψη  του τµήµατος then σε όλες 
τις υποκλάσεις που αντιστοιχούν στις σταθερές αυτές,  παρεµβάλλεται µια ενδιάµεση 
κλάση στην δηµιουργούµενη ιεραρχία Κατάσταση/Στρατηγική,  και τοποθετείται ανάµεσα 
στην αφηρηµένη κλάση που διαδραµατίζει το ρόλο της Κατάστασης/Στρατηγικής και τις 
αντίστοιχες υποκλάσεις. Η ενδιάµεση αυτή κλάση υλοποιεί την αφηρηµένη µέθοδο της 
υπερκλάσης  Κατάσταση/Στρατηγική εισάγοντας σε αυτή την κοινή λειτουργικότητα του 
τµήµατος  then, ενώ οι υποκλάσεις απλά κληρονοµούν την ενδιάµεση κλάση χωρίς να 
επικαλύπτουν την πολυµορφική µέθοδο(Εικόνα 9.3.4.2) . 
 
Από την άλλη, όταν η ιεραρχία κληρονοµικότητας προϋπάρχει(στην περίπτωση που ο 
σχετικός µε τον έλεγχο τύπου κώδικας χρησιµοποιεί µηχανισµούς RTTI) εφαρµόζεται η 
αναδόµηση Αντικατάσταση Συνθήκης µε Πολυµορφισµό(Replace Conditional with 
Polymorphism). Με τον τρόπο αυτό, µια αφηρηµένη µέθοδος η οποία έχει την ίδια 
υπογραφή µε την µέθοδο που περιλαµβάνει το σχετικό µε τον έλεγχο τύπου τµήµα κώδικα 
προστίθεται στην κλάση του ανώτατου επιπέδου της ιεραρχίας κληρονοµικότητας. Στη 
συνέχεια, κάθε διακλάδωση της εντολής συνθήκης µετακινείται ως ξεχωριστή µέθοδος 
στην υποκλάση µε την οποία αυτή συσχετίζεται. Η κατάλληλη υποκλάση προσδιορίζεται 
µε βάση την εντολή που µετατρέπει την αναφορά στην υπερκλάση στον πραγµατικό τύπο 
υποκλάσης στο εσωτερικό της αντίστοιχης διακλάδωσης.  Τέλος, ολόκληρο το σχετικό µε 
τον έλεγχο τύπου τµήµα κώδικα αντικαθίσταται µε την κλήση της αφηρηµένης µεθόδου 
µέσω της αναφοράς στην υπερκλάση. 
 
Στα πλαίσια του JDeodorant, οι µέθοδοι που πραγµατοποιούν έλεγχο τύπου και οι 
προτεινόµενες αναδοµήσεις παρουσιάζονται µε τη µορφή πίνακα: 
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Εικόνα 9.3.3.1: Παρουσίαση από το JDeodorant των προτάσεων αναδόµησης για την επίλυση προβληµάτων 
σχεδίασης της κατηγορίας Έλεγχος Τύπου(type- checking). Η πρώτη στήλη  δείχνει το είδος της αναδόµησης  
(Replace Type Code with State/Strategy ή Replace Conditional with Polymorphism), ενώ η δεύτερη στήλη 
παρουσιάζει την µέθοδο που περιλαµβάνει το σχετικό µε τον έλεγχο τύπου τµήµα κώδικα. Η τέταρτη και 
πέµπτη στήλη δείχνουν τον αριθµό των σχετιζόµενων προτάσεων αναδόµησης (οι οποίες ανήκουν στην ίδια 
οµάδα) σε επίπεδο συστήµατος και σε επίπεδο κλάσης αντίστοιχα. Η τελευταία στήλη δείχνει τον µέσο 
αριθµό εντολών ανά διακλάδωση για το σχετικό µε τον έλεγχο τύπου τµήµα κώδικα. 
 
Κατά κανόνα, η απόφαση για την εφαρµογή µιας αναδόµησης επηρεάζεται θετικά από το 
πλήθος των πολυµορφικών µεθόδων που πρόκειται να προστεθούν στην ίδια ιεραρχία 
κλάσεων (όπως αυτό προκύπτει µε βάση τον αριθµό των δοµών συνθήκης που 
πραγµατοποιούν έλεγχο τύπου σε συγκεκριµένες (κοινές) σταθερές κατά µήκος του κώδικα 
του προγράµµατος) και το µέσο αριθµό εντολών που θα µετακινηθούν στις υποκλάσεις, 
ενώ επηρεάζεται αρνητικά από τον αριθµό των υποκλάσεων που θα δηµιουργηθούν.  
Προφανώς όσο µικρότερος είναι ο αριθµός των προστιθέµενων υποκλάσεων και όσο 
µεγαλύτερο είναι το µέγεθος του κώδικα που µετακινείται σε αυτές τόσο πιο ωφέλιµη είναι 
η αναδόµηση. Αυτά είναι και τα ποσοτικά χαρακτηριστικά που λαµβάνονται υπόψη  κατά 
την ταξινόµηση των προτάσεων αναδόµησης από το JDeodorant.  
 
9.3.4 Οπτικοποίηση 
 
Προκειµένου να oπτικοποιήσουµε την αναδόµηση Replace Type Code with State/Strategy 
δηµιουργούµε ένα διάγραµµα το οποίο αποτελείται από δύο τµήµατα(Εικόνα 9.3.4.1): 
 
1. στο πρώτο τµήµα απεικονίζεται (σε γκρι υπόβαθρο) η αρχική κλάση όπου 
εντοπίζεται το πρόβληµα σχεδίασης Έλεγχος Τύπου(Type Checking). 
2. στο δεύτερο τµήµα σχεδιάζεται η ιεραρχία κληρονοµικότητας η οποία προτείνεται 
ως λύση στο εξεταζόµενο πρόβληµα σχεδίασης 
 
Η µετάβαση από το ένα τµήµα στο άλλο συµβολίζεται µε ένα βέλος πράσινου χρώµατος.  
 
Οι ιδιότητες των κλάσεων παραλείπονται για λόγους αναγνωσιµότητας του διαγράµµατος, 
ενώ σε ό,τι αφορά τις µεθόδους αναπαρίστανται αποκλειστικά: Α) η µέθοδος της αρχικής 
κλάσης που περιλαµβάνει το σχετικό µε τον έλεγχο τύπων τµήµα κώδικα και Β) η 
αφηρηµένη µέθοδος της  κλάσης που διαδραµατίζει το ρόλο της Κατάστασης/Στρατηγικής 
στην προκύπτουσα (µετά την εφαρµογή της αναδόµησης) ιεραρχία κληρονοµικότητας. 
 
Όπως και στην περίπτωση της αναδόµησης Μετακίνηση Μεθόδου(Move Method), η 
οπτικοποίηση της αναδόµησης Replace Type Code with State/Strategy ενσωµατώνεται 
στην πρώτη σελίδα του οδηγού που κατευθύνει την διαδικασία εφαρµογής της (refactoring 
wizard).  
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Εικόνα 9.3.4.1:  Οπτικοποίηση µιας πρότασης αναδόµησης Replace Type Code with State/Strategy για το 
πακέτο com.lowagie.text της έκδοσης 1.3.2 της iText. 
 
 
Εικόνα 9.3.4.2: Οπτικοποίηση της αναδόµησης Replace Type Code with State/Strategy µε την παρεµβολή 
ενδιάµεσων κλάσεων (ConquerAsia και Destroy) στην προκύπτουσα ιεραρχία κληρονοµικότητας του 
προτύπου σχεδίασης Κατάσταση/Στρατηγική. 
 
Σε ό,τι αφορά την αναδόµηση Αντικατάσταση Συνθήκης µε Πολυµορφισµό (Replace 
Conditional with Polymorphism) δεν παρέχουµε κάποια οπτικοποίηση, καθώς αυτή δε 
συνδέεται µε δοµικές µεταβολές στις συσχετίσεις των εµπλεκόµενων κλάσεων. 
 
9.3.4.1 Κατασκευή του µοντέλου 
 
Το χρησιµοποιούµενο µοντέλο για την οπτικοποίηση της αναδόµησης Replace Type Code 
with State/Strategy περιλαµβάνει τις διασυνδέσεις ModelElement, ClassElement, 
AttributeElement, MethodElement και RefactoringDiagram, οι οποίες ορίστηκαν 
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κατά την κατασκευή του µοντέλου για την οπτικοποίηση της αναδόµησης Μετακίνηση 
Μεθόδου(Move Method). Επιπρόσθετα, γίνεται χρήση των επόµενων διασυνδέσεων: 
 
 InheritanceElement: Περιέχει µία αναφορά σε ένα αντικείµενο EObject. Η 
αναφορά αυτή είναι δυνατό να αντιπροσωπεύει είτε µια υποκλάση της ιεραρχίας 
κληρονοµικότητας στην οποία ανήκει το αντικείµενο αυτό ή και µια άλλη ιεραρχία 
κληρονοµικότητας. 
 
 InheritanceHierarchy: Αναπαριστά την ιεραρχία κληρονοµικότητας του 
προτύπου σχεδίασης Κατάσταση/Στρατηγική. ∆ιαθέτει: Α) µία αναφορά σε ένα 
αντικείµενο ClassElement, το οποίο αντιστοιχεί στην υπερκλάση και συνεπώς 
αποτελεί τη ρίζα της ιεραρχίας και Β) µια λίστα από αντικείµενα τύπου 
InheritanceElement για την αναπαράσταση των υποκλάσεων. 
 
 ClassElementWithTypeCheckMethod: Εµπεριέχει ένα αντικείµενο 
ClassElement και ένα αντικείµενο InheritanceHierarhy. Ουσιαστικά, 
περιγράφει την αρχική κλάση που εµφανίζει το πρόβληµα σχεδίασης Έλεγχος 
Τύπου (type – checking), η οποία διαφοροποιείται από µια απλή κλάση ως προς το 
ότι τηρεί επιπρόσθετα µια αναφορά στην σχετιζόµενη µε την αναδόµησή της 
ιεραρχία κληρονοµικότητας του προτύπου Κατάσταση/Στρατηγική. 
 
 TypeCheckingAssociationElement: Αναπαριστά τη σύνδεση ανάµεσα στην 
αρχική κλάση και την ιεραρχία κληρονοµικότητας που αναµένεται να προκύψει 
µετά την εφαρµογή της αναδόµησης. Έτσι, τηρεί µία αναφορά τύπου 
ClassElementWithTypeCheckMethod η οποία αντιστοιχεί στην προέλευση της  
σύνδεσης και µία αναφορά τύπου InheritanceHierarchy που αποτελεί τον 
προορισµό της. 
 
 
 
Εικόνα 9.3.4.1.1:  Τµήµα του µοντέλου EMF που χρησιµοποιείται κατά την οπτικοποίηση της αναδόµησης 
Replace Type Code with State/Strategy 
 
9.3.4.2 ∆ηµιουργία στιγµιότυπου του µοντέλου 
 
Η δηµιουργία στιγµιότυπων του µοντέλου επιτυγχάνεται µε την κλήση της στατικής 
µεθόδου ModelInstanceGenerator.createStateStrategyModel η οποία δέχεται ως 
παράµετρο ένα αντικείµενο της κλάσης ReplaceTypeCodeWithStateStrategy 
(αντιστοιχεί στην επιλεγµένη αναδόµηση). 
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Αρχικά, δηµιουργούµε ένα νέο µοντέλο βασισµένο στη UML καθώς και ένα αντικείµενο 
της κλάσης RefactoringDiagram για την αναπαράσταση του συνολικού διαγράµµατος.  
 
Από το αντικείµενο που αντιστοιχεί στην αναδόµηση λαµβάνουµε τις δηλώσεις : 1) της 
µεθόδου όπου εντοπίζεται ο σχετικός µε τον έλεγχο τύπων κώδικας αλλά και 2) της κλάσης 
στην οποία αυτή ανήκει και δηµιουργούµε ένα κατάλληλο αντικείµενο ClassElement 
(originalClassElement) καθώς και το αντίστοιχο αντικείµενο 
ClassElementWithTypeCheckMethod: 
 
ClassElementWithTypeCheckMethod classElementWithTypeCheckMethod =  
          new ClassElementWithTypeCheckMethodImpl(originalClassElement); 
 
Ακολούθως, κατασκευάζουµε την αφηρηµένη κλάση της ιεραρχίας κληρονοµικότητας του 
προτύπου Κατάσταση/Στρατηγική καθώς και την αφηρηµένη µέθοδο την οποία αυτή 
περιέχει: 
 
String abstractClassName = refactoring.getAbstractClassName(); 
ClassElement abstractClassElement = UMLModelUtils. 
                                    populateUMLClass( model, 
abstractClassName,                             
true); 
ReplaceTypeCodeWithStateStrategyUMLUtils.createAbstractMethod( 
     model, abstractClassElement, refactoring); 
 
Στη λίστα των µεθόδων της παραπάνω κλάσης προσθέτουµε µια αφηρηµένη µέθοδο get η 
οποία επιστρέφει την τιµή της µεταβλητής κατάστασης και υλοποιείται σε κάθε µια από τις 
υποκλάσεις. Τέλος, προβαίνουµε στην κατασκευή ενός αντικειµένου 
InheritanceHierarchy  για την αναπαράσταση της προκύπτουσας ιεραρχίας 
κληρονοµικότητας και θέτουµε την υπερκλάση abstractClassElement ως ρίζα αυτής: 
 
inheritanceHierarchy.setRootElement(abstractClassElement); 
 
Θα πρέπει να σηµειωθεί ότι, κατά την εκτέλεση της µεθόδου 
ReplaceTypeCodeWithStateStrategy.createStateStrategyHierarchy, η οποία 
συντελεί στην πραγµατοποίηση των απαιτούµενων µεταβολών στον πηγαίο κώδικα ώστε 
να κατασκευαστεί η ιεραρχία του προτύπου σχεδίασης Κατάσταση/Στρατηγική,  τηρούµε 
σε µια δοµή δεδοµένων java.util.ΗashMap το σύνολο των υποκλάσεων κάθε 
αφηρηµένης κλάσης που ανήκει στην τελική ιεραρχία κληρονοµικότητας. Η µέθοδος 
createStateStrategyHierarchy καλείται από τη µέθοδο 
ReplaceTypeCodeWithStateStrategy.apply() η οποία µε τη σειρά της καλείται στο 
εσωτερικό της µεθόδου VisualizeRefactoringInputPage.setVisible αµέσως πριν 
από την κατασκευή του στιγµιότυπου του µοντέλου. Η µέθοδος setVisible είναι 
υπεύθυνη για την εµφάνιση στον χρήστη της σελίδας όπου περιέχεται η σχετική 
οπτικοποίηση. Επιπρόσθετα, πραγµατοποιούνται έλεγχοι ώστε η εκτέλεση της µεθόδου 
apply() να µην επαναλαµβάνεται καθώς ο χρήστης πλοηγείται µπροστά και πίσω στις 
σελίδες του σχετικού οδηγού (µε την προϋπόθεση ότι δεν έχει µεταβληθεί κάποιο στοιχείο 
του µοντέλου, για παράδειγµα τα ονόµατα των εµπλεκόµενων κλάσεων). 
 
Λαµβάνουµε λοιπόν το σύνολο των αφηρηµένων κλάσεων από το παραπάνω HashMap (1) 
και στη συνέχεια για κάθε κλάση εξετάζουµε το κατά πόσο αυτή ταυτίζεται µε τη βασική 
κλάση της ιεραρχίας κληρονοµικότητας του προτύπου Κατάσταση/Στρατηγική. Εάν κάτι 
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τέτοιο ισχύει, προσθέτουµε τις αντίστοιχες υποκλάσεις ως κόµβους της παραπάνω 
ιεραρχίας χρησιµοποιώντας την εντολή:  
 
inheritanceHierarchy.addNode(subClassElement).  
 
∆ιαφορετικά(2) (σε περιπτώσεις όπου παρεµβάλλονται ενδιάµεσες κλάσεις στην ιεραρχία 
κληρονοµικότητας), δηµιουργούµε µια νέα ιεραρχία µε την υπό εξέταση κλάση να 
αποτελεί τη ρίζα αυτής. Επίσης, ορίζουµε ότι η εν λόγω κλάση κληρονοµεί από την κλάση 
που διαδραµατίζει το ρόλο του State/Strategy(3) . Τέλος, προσθέτουµε τις αντίστοιχες 
υποκλάσεις ως κόµβους της δηµιουργούµενης ιεραρχίας, η οποία µε τη σειρά της 
προστίθεται στο αντικείµενο inheritanceHierarchy που αντιπροσωπεύει την τελική 
ιεραρχία κληρονοµικότητας.  
 
Set<String> abstractClassNames = resultingClasses.keySet(); (1) 
InheritanceHierarchy subHierarchy = null; 
for (String superClass : abstractClassNames) { 
  Set<String> subClasses = resultingClasses.get(superClass); 
  ClassElement superClassElement =  
            refactoringDiagram.findClassElement(model,superClass,  
                                                true, false); 
  if (!superClass.equals(abstractClassName)) (2){ 
     subHierarchy = ModelFactory.eINSTANCE.createInheritanceHierarchy(); 
     superClassElement.setSuperClass(true);(3) 
     subHierarchy.setRootElement(superClassElement); 
} 
 
 
Αφού συνδέσουµε την αρχική κλάση µε την προτεινόµενη ιεραρχία του προτύπου 
Κατάσταση/Στρατηγική, τις ενσωµατώνουµε στο διάγραµµα: 
 
classElementWithTypeCheckMethod.setResultingHierarchy(inheritanceHierarchy);  
refactoringDiagram.addElement(classElementWithTypeCheckMethod); 
refactoringDiagram.addElement(inheritanceHierarchy); 
 
9.3.4.3 Αντιστοίχιση των αντικειµένων του µοντέλου σε edit parts 
 
Για να επιτευχθεί η αντιστοίχιση των αντικειµένων του µοντέλου τα οποία 
αντιπροσωπεύουν τις κλάσεις του διαγράµµατος σε edit parts, αξιοποιείται γενικά ο 
µηχανισµός που κατασκευάστηκε κατά την οπτικοποίηση της αναδόµησης Μετακίνηση 
Μεθόδου (Move Method). Ο µηχανισµός αυτός ενισχύεται µε τα ακόλουθα edit parts: 
  
1) ClassElementWithTypeCheckMethodEditPart 
 
Συντελεί στην σχεδίαση του γκρι πλαισίου που περιέχει την αρχική κλάση και 
συσχετίζεται µε ένα αντικείµενο ClassElementWithTypeCheckMethod του µοντέλου. 
 
Φιγούρα 
 
Η µέθοδος createFigure() του παραπάνω edit part περιλαµβάνει τα εξής: 
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Panel panel=new Panel(); 
GridData gridData = new GridData(GridData.FILL_VERTICAL); 
gridData.verticalAlignment=GridData.VERTICAL_ALIGN_CENTER; 
IFigure parentFig= ((AbstractGraphicalEditPart) getParent()).getFigure(); 
parentFig.getLayoutManager().setConstraint(panel, gridData); 
………………………………………………………………………………………………………………………………………………………………………… 
panel.setBackgroundColor(((ClassElementWithTypeCheckMethod)getModel()). 
                                                         getBgColor()); 
return panel; 
 
Η φιγούρα λοιπόν του ClassElementWithTypeCheckMethodEditPart συνίσταται σε ένα 
αδιαφανές πάνελ.   
 
Ως LayoutManager του συνολικού διαγράµµατος  (parentFig) έχει καθοριστεί ο 
GridLayout. Ο τελευταίος διευθετεί τις φιγούρες σε ένα πλέγµα όπου η στοίχιση και ο 
κενός χώρος µεταξύ των φιγούρων µπορεί να ρυθµιστεί , ενώ είναι δυνατό να καθοριστούν 
ειδικές απαιτήσεις διάταξης για κάθε κελί του πλέγµατος ξεχωριστά . Τα σχετικά δεδοµένα 
περιέχονται σε ένα αντικείµενο GridData µε τη µέθοδο GridLayout.setConstraint() 
να συσχετίζει το αντικείµενο αυτό µε µια φιγούρα. Στην περίπτωσή µας, ορίζουµε ότι το 
πάνελ τοποθετείται στο κέντρο του αντίστοιχου κελιού ως προς τον κατακόρυφο 
άξονα(GridData.VERTICAL_ALIGN_CENTER) , ενώ οι διαστάσεις του προσαρµόζονται 
ώστε να καταλάβει τον συνολικό κατακόρυφο κενό χώρο (GridData.FILL_VERTICAL). 
 
∆οµή 
 
Η µέθοδος getModelChildren() επικαλύπτεται σε τρόπο ώστε να επιστρέφει το 
αντικείµενο ClassElement που αναπαριστά την κλάση όπου εντοπίζεται το εξεταζόµενο 
πρόβληµα σχεδίασης: 
 
public List<ClassElement> getModelChildren(){ 
 List<ClassElement> child=new ArrayList<ClassElement>(1); 
 child.add(((ClassElementWithTypeCheckMethod)getModel()). 
                  getClassElement()); 
 return child; 
   
} 
 
Συνδέσεις 
 
Ακόµη, το ClassElementWithTypeCheckMethodEditPart αποτελεί την προέλευση της 
γραµµής που το συνδέει µε την προκύπτουσα ιεραρχία κληρονοµικότητας του προτύπου 
Κατάσταση/Στρατηγική. Με τον τρόπο αυτό, στον κατασκευαστή της κλάσης του 
δηµιουργούµε ένα αντικείµενο TypeCheckingAssociationElement για την απεικόνιση 
της σύνδεσης αυτής και το προσθέτουµε στη λίστα των συνδέσεων προέλευσης όπως 
φαίνεται παρακάτω: 
 
modelSourceConnections=new ArrayList<Object>(1); 
TypeCheckingAssociationElement 
typeCheckingAssociation=ModelFactory.eINSTANCE. 
                        createTypeCheckingAssociationElement(); 
typeCheckingAssociation.setTarget(classElement.getResultingHierarchy()); 
typeCheckingAssociation.setSource(classElement); 
modelSourceConnections.add(typeCheckingAssociation); 
 99 
Η γραµµή της σύνδεσης τοποθετείται στο µέσο της δεξιάς πλευράς του σχεδιαζόµενου 
πλαισίου. Για το σκοπό αυτό χρησιµοποιείται ένα σηµείο σύνδεσης CenterAnchor.  
 
 
public ConnectionAnchor getSourceConnectionAnchor( 
                         ConnectionEditPart connection) { 
  return new CenterAnchor(getFigure(),CenterAnchor.RIGHT); 
} 
 
Ειδικότερα, ο κατασκευαστής της κλάσης CenterAnchor (η οποία επεκτείνει την 
AbstractConnectionAnchor) δέχεται σαν παραµέτρους τη φιγούρα αλλά και τη 
συγκεκριµένη πλευρά της όπου θα τοποθετηθεί το σηµείο σύνδεσης (πάνω, κάτω, δεξιά ή 
αριστερά). Στη συνέχεια, εντοπίζει και επιστρέφει τις απόλυτες συντεταγµένες του µέσου 
της επιλεγµένης πλευράς. 
  
2) InheritanceHierarchyEditPart 
 
Συντελεί στη σχεδίαση της ιεραρχίας κληρονοµικότητας του προτύπου 
Κατάσταση/Στρατηγική. 
 
Φιγούρα 
 
Η φιγούρα του InheritanceHierarchyEditPart συνίσταται σε ένα επίπεδο 
(FreeformLayer), το οποίο µπορεί να επεκταθεί απεριόριστα και στις τέσσερις 
διευθύνσεις και συνεπώς µπορεί να έχει αρνητικές συντεταγµένες. Γενικά, τα 
επίπεδα(Layers) είναι διαφανείς φιγούρες οι οποίες προορίζονται ειδικά για χρήση σε 
LayerPanes, ενώ τα LayerPanes µε τη σειρά τους είναι φιγούρες σχεδιασµένες να 
περιέχουν επίπεδα. Ως LayoutManager του εξεταζόµενου επιπέδου ορίζεται ο 
FlowLayout, ο οποίος διατάσσει τις φιγούρες σε στήλες (1) , στοιχίζοντας τες στο κέντρο 
των αντίστοιχων στηλών(2) και ορίζοντας την απόσταση µεταξύ των στηλών αυτών στα 
πενήντα pixel(3). 
 
protected IFigure createFigure() { 
   
   FreeformLayer layer = new FreeformLayer(); 
   FlowLayout layoutManager = new FlowLayout(); 
   layoutManager.setHorizontal(false);(1) 
   layoutManager.setMinorAlignment(FlowLayout.ALIGN_CENTER); (2) 
   layoutManager.setMinorSpacing(50); (3) 
   layer.setLayoutManager(layoutManager); 
………………………………………………………………………………………………………………………………………………………… 
  return layer; 
 
} 
 
∆οµή 
 
Η γραφική απεικόνιση της ιεραρχίας κληρονοµικότητας του προτύπου 
Κατάσταση/Στρατηγική απαρτίζεται από δύο επιµέρους τµήµατα: 1) την υπερκλάση και 2) 
τη λίστα των υποκλάσεων της. Για το πρώτο τµήµα χρησιµοποιούµε ένα edit part τύπου  
ClassElementEditPart ενώ για το δεύτερο τµήµα χρησιµοποιούµε ένα edit part τύπου  
SiblingsEditPart. Τα παραπάνω edit parts προστίθενται σε ένα τρίτο edit part µε 
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ονοµασία InheritanceHierarchyEditPart, το οποίο αναπαριστά την τελική ιεραρχία 
κληρονοµικότητας και συσχετίζεται µε ένα αντικείµενο της κλάσης 
InheritanceHierarchy του µοντέλου. Είναι αξιοσηµείωτο ότι, τα edit parts 
ClassElementEditPart και  SiblingsEditPart δεν συνδέονται άµεσα µε κάποιο 
αντικείµενο του µοντέλου. 
Πιο συγκεκριµένα, τα edit parts ClassElementEditPart και SiblingsEditPart 
αρχικοποιούνται κατάλληλα στον κατασκευαστή του InheritanceHierarchyEditPart 
και συνδέονται µε αυτό µε τη βοήθεια της µεθόδου refreshChildren(), η οποία καλείται 
από το σύστηµα του GEF όταν το InheritanceHierarchyEditPart 
πρωτοδηµιουργείται: 
private ClassElementEditPart rootClassEditPart; 
private SiblingsEditPart siblingsEditPart; 
 
public void refreshChildren() { 
  addChild(rootClassEditPart, -1); 
  addChild(siblingsEditPart, -1); 
} 
 
Οι διαδοχικές κλήσεις της µεθόδου addChild έχουν σαν αποτέλεσµα την προσθήκη των 
καθορισµένων edit parts στη λίστα των παιδιών του InheritanceHierarchyEditPart µε 
τη σειρά που δηλώνονται. Στο εσωτερικό της µεθόδου addChild καλείται η µέθοδος 
addChildVisual η οποία προσθέτει τη φιγούρα του edit part - παιδιού στη φιγούρα του 
τρέχοντος edit part. Στη συνέχεια εφόσον το τρέχον edit part είναι ενεργό, ενεργοποιείται 
και το edit part – παιδί. 
Σε γενικές γραµµές, όποτε είναι επιθυµητή η αντιστοίχιση ενός αντικειµένου του µοντέλου 
µε πολλαπλά edit parts, αυτά θα πρέπει να περιέχονται από ένα (πιθανότατα µη ορατό) 
γονικό edit part το οποίο αντιστοιχίζεται σε ένα αντικείµενο του µοντέλου.  Ο λόγος για 
τον οποίο κάθε αντικείµενο του µοντέλου είναι δυνατό να αντιστοιχίζεται σε ένα µόνο edit 
part είναι ότι το σύστηµα του GEF χρησιµοποιεί µια δοµή java.util.Map για την τήρηση 
των αντιστοιχίσεων των αντικειµένων του µοντέλου µε edit parts, όπου ως κλειδί 
χρησιµοποιείται η κλάση του αντικειµένου του µοντέλου. Μεταξύ άλλων, η οµαδοποίηση 
των edit parts µε αυτόν τον τρόπο διευκολύνει την ενηµέρωση επιµέρους τµηµάτων της 
γραφικής αναπαράστασης ως απόκριση σε µια µεταβολή του µοντέλου, καθώς µόνο το 
γονικό edit part παρακολουθεί τις µεταβολές του αντικειµένου του µοντέλου και 
ενηµερώνει επιλεκτικά τα edit parts - παιδιά. 
 
Συνδέσεις 
 
Η κλάση InheritanceHierarchyEditPart κληρονοµεί από την 
AbstractRefactoringGraphicalEditPart η οποία παρέχει τις µεθόδους 
attachTargetAssociation και detachTargetAssociation µε στόχο την προσθήκη και 
την αποµάκρυνση αντίστοιχα µιας σύνδεσης από τη λίστα των συνδέσεων προορισµού του 
τρέχοντος edit part µε την προϋπόθεση ότι αυτό αποτελεί έγκυρο προορισµό της 
εξεταζόµενης κάθε φορά σύνδεσης. 
 
Με τον τρόπο αυτό, το InheritanceHierarchyEditPart αποτελεί τον προορισµό της 
γραµµής που το συνδέει µε το πλαίσιο της αρχικής κλάσης όπου εντοπίζεται το πρόβληµα 
σχεδίασης  Έλεγχος Τύπου. Ειδικότερα, η γραµµή της σύνδεσης τοποθετείται στο µέσο της 
αριστερής πλευράς του ορθογώνιου πλαισίου που περιβάλλει την ιεραρχία του προτύπου 
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Κατάσταση/Στρατηγική, όπως προκύπτει και από τη µέθοδο 
getTargetConnectionAnchor: 
 
public ConnectionAnchor getTargetConnectionAnchor( 
                                  ConnectionEditPart connection) { 
 return new CenterAnchor(getFigure(), CenterAnchor.LEFT); 
} 
 
3) SiblingsEditPart 
 
Η λίστα των υποκλάσεων(ή και τυχόν εµφωλευµένων ιεραρχιών κληρονοµικότητας) της 
ιεραρχίας του προτύπου Κατάσταση/Στρατηγική αποτελεί το τµήµα εκείνο του µοντέλου 
που συνδέεται µε το SiblingsEditPart, το οποίο µε τη σειρά του συµβάλλει στη γραφική 
της απεικόνιση .  
 
public SiblingsEditPart(List<EObject> children, String parent) { 
    this.children = children; 
    setModel(children); 
    this.parent = parent; 
 
 ………………………………………………………………………………………………………………………………………………………… 
} 
 
Φιγούρα 
 
Η µέθοδος createFigure() του παραπάνω edit part δηµιουργεί και επιστρέφει µία 
φιγούρα τύπου SiblingsFigure. Πιο αναλυτικά, η κλάση SiblingsFigure επεκτείνει 
την κλάση FreeformLayer και επικαλύπτει τη µέθοδο paintFigure η οποία καλείται 
κατά τη σχεδίαση του υποβάθρου(background) της φιγούρας. Στα επόµενα παραθέτουµε 
τη µέθοδο paintFigure και ένα τµήµα της µεθόδου paintLines. 
 
public void  paintFigure(Graphics graphics) { 
  super.paintFigure(graphics); 
  paintLines(graphics);  
} 
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private void paintLines(Graphics g) { 
 List<IFigure> children = this.getChildren(); (1) 
 if (children.size() == 0) return; 
   
 int yMid=connectionAnchor.getyMid(); 
 Rectangle topRec = getFreeformExtent(); 
    
 int y = topRec.y; 
 int xMin = 0; 
 int xMax = 0; 
 …………………………………………………………………………………………………………………………………… 
 for (int i = 0; i < children.size(); i++) { 
   IFigure childFigure = children.get(i); 
        if (RectangleFigure.class.isAssignableFrom(childFigure. 
                                              getClass()) == false) { 
   List<IFigure> childrenList = childFigure.getChildren(); 
   if (childrenList != null && childrenList.size() > 0) { 
  childFigure = (IFigure) childrenList.get(0); (2) 
   } 
 } 
 int x = childFigure.getBounds().getCenter().x; (3) 
      if (xMin == 0) {xMin = x; }  
      if (xMax == 0) {xMax = x; } 
      xMin = Math.min(xMin, x); 
 xMax = Math.max(xMax, x); 
    
      g.drawLine(x, y, x, yMid); (4) 
 } 
   
 g.drawLine(xMin, yMid, xMax, yMid); (5) 
} 
  
Η µέθοδος paintLines ανακτά τις περιεχόµενες φιγούρες της τρέχουσας 
φιγούρας(SiblingsFigure) (1) και για κάθε µια από αυτές υπολογίζει την τετµηµένη του 
κέντρου του ορθογώνιου πλαισίου που περικλείει τη φιγούρα (3). Θα πρέπει να σηµειωθεί 
ότι στην περίπτωση που η περιεχόµενη φιγούρα αντιπροσωπεύει µια εµφωλευµένη 
ιεραρχία κληρονοµικότητας λαµβάνεται εναλλακτικά η φιγούρα που αντιστοιχεί στη ρίζα 
της ιεραρχίας αυτής (2). Γενικά, οι φιγούρες – παιδιά της SiblingsFigure αναπαριστούν 
τις υποκλάσεις της ιεραρχίας του προτύπου Κατάσταση/Στρατηγική ή και µια 
εµφωλευµένη ιεραρχία κληρονοµικότητας στην περίπτωση όπου παρεµβάλλεται µια 
ενδιάµεση κλάση στην ιεραρχία του προτύπου Κατάσταση/Στρατηγική. Οι φιγούρες αυτές 
τοποθετούνται η µία δίπλα στην άλλη σε µία γραµµή.  
 
Ακολούθως, για κάθε µία από τις παραπάνω φιγούρες ζωγραφίζεται µία κάθετη ευθεία 
γραµµή η οποία ξεκινά από το µέσο της επάνω πλευράς του ορθογώνιου πλαισίου της 
φιγούρας και έχει µήκος ίσο µε την απόσταση του µέσου από το σηµείο σύνδεσης της 
φιγούρας των υποκλάσεων(SiblingsFigure)  µε την υπερκλάση του προτύπου 
Κατάσταση/Στρατηγική(4). Παράλληλα, υπολογίζεται η τετµηµένη του κέντρου της 
φιγούρας που βρίσκεται στο αριστερό άκρο(xMin) αλλά και της φιγούρας που βρίσκεται 
στο δεξί άκρο(xMax), οι οποίες συνδέονται τελικά µε µια ευθεία γραµµή (5).  
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∆οµή 
 
Η µέθοδος getModelChildren() επιστρέφει τη λίστα µε τις υποκλάσεις και τις 
εµφωλευµένες ιεραρχίες κληρονοµικότητας της ιεραρχίας του προτύπου 
Κατάσταση/Στρατηγική. 
 
Συνδέσεις 
 
Στη λίστα των συνδέσεων προέλευσης του SiblingsEditPart προστίθεται ένα 
αλφαριθµητικό που προσδιορίζει µία σύνδεση µε προορισµό την υπερκλάση του προτύπου 
Κατάσταση/Στρατηγική, όπως φαίνεται παρακάτω: 
 
   
public SiblingsEditPart(List<EObject> children, String parent) { 
    ……………………………………………………………………………………………………………………………………………… 
 
    modelSourceConnections = new ArrayList<String>(1); 
    if (parent != null) { 
  String hierarchyAssociation = "->" + parent; 
  modelSourceConnections.add(hierarchyAssociation);    
   } 
} 
 
Παρόµοια, στον κατασκευαστή της κλάσης ClassElementEditPart εισάγονται οι 
επόµενες δηλώσεις σύµφωνα µε τις οποίες όταν το συσχετιζόµενο αντικείµενο του 
µοντέλου συνιστά τη ρίζα µιας ιεραρχίας κληρονοµικότητας Κατάσταση/Στρατηγική, τότε 
προστίθεται στη λίστα των συνδέσεων προορισµού του edit part ένα αλφαριθµητικό που 
καταδεικνύει ως προορισµό της σύνδεσης το τρέχον edit part: 
 
public ClassElementEditPart(ClassElement element) { 
……………………………………………………………………………………………………………………………………… 
   if (model.isSuperClass()) { 
    String hierarchyAssociation = "->" + model.getClassName(); 
    modelTargetConnections.add(hierarchyAssociation); 
  } 
} 
 
Ως σηµείο σύνδεσης χρησιµοποιείται ένα αντικείµενο της κλάσης SiblingsAnchor που 
επεκτείνει την AbstractConnectionAnchor και υπολογίζει τις συντεταγµένες ενός 
σηµείου το οποίο: 
 ανήκει στην ευθεία που συνδέει την υποκλάση του αριστερού άκρου της φιγούρας 
SiblingsFigure µε την υποκλάση του δεξιού άκρου.   
 έχει ως τετµηµένη την τετµηµένη του µέσου της κάτω πλευράς της ορθογώνιας 
φιγούρας η οποία αναπαριστά την ρίζα της ιεραρχίας του προτύπου 
Κατάσταση/Στρατηγική. 
  
4) HierarchyAssociationElementEditPart 
 
Το παραπάνω edit part δεν έχει άµεση αντιστοιχία µε µια κλάση του µοντέλου και 
χρησιµοποιείται για τον συµβολισµό της σχέσης κληρονοµικότητας που συνδέει την 
υπερκλάση του προτύπου Κατάσταση/Στρατηγική µε τις παράγωγες κλάσεις της. Πιο 
συγκεκριµένα, ως αντικείµενο του µοντέλου, θέτουµε ένα αλφαριθµητικό που δηλώνει τον 
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προορισµό της σύνδεσης και προσθέτουµε τις ακόλουθες δηλώσεις στη µέθοδο 
createEditPart(EditPart context, Object model) του EditPartFactory: 
 
if (model instanceof String 
 && (context instanceof SiblingsEditPart ||  
context instanceof ClassElementEditPart)) { 
  return new HierarchyAssociationElementEditPart((String) model); 
} 
 
Το αντικείµενο context αναφέρεται στο πλαίσιο δηµιουργίας του 
HierarchyAssociationElementEditPart ή µε άλλα λόγια στο γονικό του edit part.  
 
Φιγούρα 
 
Η φιγούρα του HierarchyAssociationElementEditPart συνίσταται σε µία γραµµή γκρι 
χρώµατος (αντικείµενο PolylineConnection)στο άκρο της οποίας προσαρτάται ένα 
τριγωνικό βέλος µε λευκό χρώµα υποβάθρου και γκρι χρώµα προσκηνίου: 
 
protected IFigure createFigure() { 
 
 PolylineConnection connection=new PolylineConnection(); 
 connection.setForegroundColor(ColorConstants.gray); 
 ……………………………………………………………………………………………………………………………………………… 
 PolygonDecoration decoration = new PolygonDecoration(); 
 decoration.setTemplate(PolygonDecoration.TRIANGLE_TIP); 
 decoration.setForegroundColor(ColorConstants.gray); 
 decoration.setBackgroundColor(ColorConstants.white); 
 decoration.setFill(true); 
 ……………………………………………………………………………………………………………………………………………… 
 connection.setTargetDecoration(decoration);     
         
 return connection; 
} 
 
 
5) TypeCheckingAssociationElementEditPart 
 
Αποσκοπεί στη γραφική απεικόνιση της σύνδεσης ανάµεσα στην αρχική κλάση που 
εµφανίζει το πρόβληµα σχεδίασης και την προτεινόµενη ιεραρχία κληρονοµικότητας. Με 
τον τρόπο αυτό, αντιστοιχίζεται µε το αντικείµενο TypeCheckingAssociationElement 
του µοντέλου.  
 
Η κλάση TypeCheckingAssociationElementEditPart κληρονοµεί από την κλάση 
GeneralAssociationEditPart η οποία παρέχει ένα σύνολο βοηθητικών µεθόδων που 
διευκολύνουν την κατασκευή συνδέσεων. Υλοποιείται λοιπόν η αφηρηµένη µέθοδος 
checkIfTarget της υπερκλάσης GeneralAssociationEditPart σε τρόπο ώστε να 
επιστρέφει true εάν ο προορισµός της υπό εξέταση σύνδεσης : Α) αποτελεί αντικείµενο 
της κλάσης InheritanceHierarchy και Β) ισούται µε το  στοιχείο του διαγράµµατος 
(hierarchyElement) που µεταβιβάζεται ως όρισµα στην checkIfTarget.  
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public boolean checkIfTarget(ModelElement hierarchyElement) { 
 
TypeCheckingAssociationElement association=  
(TypeCheckingAssociationElement) this.getModel(); 
if (association.getTarget()!=null &&  
    hierarchyElement instanceof InheritanceHierarchy && 
    association.getTarget().equals(hierarchyElement)){ 
   
  return true; 
    
 }else{ 
   return false; 
 } 
} 
 
Η µέθοδος checkIfTarget χρησιµοποιείται από την κλάση 
AbstractRefactoringGraphicalEditPart (την οποία επεκτείνουν τα edit parts που 
αποτελούν τους κόµβους της σύνδεσης) µε στόχο την προσθήκη και αφαίρεση µιας 
σύνδεσης από τη λίστα των συνδέσεων προορισµού ενός edit part. 
 
Φιγούρα 
 
Η φιγούρα του TypeCheckingAssociationElementEditPart είναι µία ευθεία γραµµή 
(PolylineConnection) πράσινου χρώµατος και πάχους δύο pixel η οποία καταλήγει σε 
ένα πράσινο τριγωνικό βέλος: 
 
protected IFigure createFigure(){ 
  PolylineConnection connection=new PolylineConnection(); 
  connection.setOpaque(true); 
  connection.setForegroundColor(ColorConstants.green); 
  connection.setLineWidth(2); 
  connection.setAntialias(1); 
 
  PolygonDecoration decoration = new PolygonDecoration(); 
  decoration.setTemplate(PolygonDecoration.TRIANGLE_TIP); 
  decoration.setAntialias(1); 
  decoration.setForegroundColor(ColorConstants.green); 
  decoration.setBackgroundColor(ColorConstants.green); 
  decoration.setFill(true); 
  decoration.setLineWidth(2); 
  
  connection.setTargetDecoration(decoration);     
        
  return connection; 
} 
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Εικόνα 9.3.4.3.1: Οπτικοποίηση µιας πρότασης αναδόµησης Replace Type Code with State/Strategy για το 
πακέτο jmemorize.core της έκδοσης 1.3.0 του jMemorize. Φαίνεται ο τρόπος µε τον οποίο οργανώνονται 
τα edit parts προκειµένου να συνθέσουν το τελικό διάγραµµα. 
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10 Συµπεράσµατα 
 
Τα τελευταία χρόνια έχει καταβληθεί αξιόλογη προσπάθεια σε ό,τι αφορά την ανίχνευση 
και την οπτικοποίηση λογισµικού που χρήζει αναδόµησης. Ωστόσο έχουν δηµοσιευτεί 
ελάχιστες µελέτες αναφορικά µε την οπτικοποίηση του τρόπου µε τον οποίο θα µπορούσαν 
να εξαλειφθούν τα εντοπιζόµενα προβλήµατα σχεδίασης. Στα πλαίσια της παρούσας 
εργασίας προβαίνουµε µεταξύ άλλων στη γραφική αναπαράσταση των αναδοµήσεων 
Μετακίνηση Μεθόδου(Move Method) και Replace Type Code With State/Strategy που 
επιλύουν τα προβλήµατα σχεδίασης Ζήλια Ιδιοτήτων(Feature Envy) και Έλεγχος 
Τύπων(Type Checking) αντίστοιχα. Επιπλέον, οι οπτικοποιήσεις κατασκευάζονται 
χρησιµοποιώντας κατά κύριο λόγο συµβολισµούς της UML µε τους οποίους είναι γενικά 
εξοικειωµένοι οι σχεδιαστές. 
 
Πιο αναλυτικά, στην περίπτωση της αναδόµησης Μετακίνηση Μεθόδου προσφέρεται µια 
λεπτοµερής παρουσίαση της δοµής των συµµετέχουσων κλάσεων µε δυνατότητα 
απόκρυψης των µεθόδων ή και των ιδιοτήτων κάθε κλάσης όταν αυτό είναι επιθυµητό, 
προάγοντας έτσι την αναγνωσιµότητα του διαγράµµατος.  
 
Σε ό,τι αφορά το πρόβληµα σχεδίασης «Μεγάλη Μέθοδος» (Long Method) , πέρα από την 
γραφική απεικόνιση της κατανοµής των σχετικών οσµών στις κλάσεις ενός πακέτου είναι 
εφικτή η προβολή λεπτοµερειών για κάθε µεµονωµένο πρόβληµα σχεδίασης µε τη µορφή 
ιδιοτήτων που εµφανίζονται στην καρτέλα Properties του περιβάλλοντος του Eclipse ενώ 
παράλληλα παρέχεται και υποστήριξη tooltip για τα ονόµατα των επηρεαζόµενων κλάσεων 
και µεθόδων.   
 
Τέλος, η αφαιρετική παρουσίαση της αναδόµησης Replace Type Code With State/Strategy, 
η οποία συνιστά γενικά µια πολύπλοκη αναδόµηση, συµβάλλει στην µείωση της 
απαιτούµενης προσπάθειας για την κατανόησή της. 
 
Ένα πλεονέκτηµα που απορρέει από τη χρησιµοποίηση του GEF είναι ότι ο κώδικας που 
προκύπτει χαρακτηρίζεται από καθαρότητα, µε αποτέλεσµα να διευκολύνεται η προσθήκη 
ή η αφαίρεση λειτουργικότητας. Ακόµη, ο ορισµός του χρησιµοποιούµενου για τις 
οπτικοποιήσεις µοντέλου µε τη βοήθεια του EMF, καθιστά ευκολότερη την 
πραγµατοποίηση µεταβολών σε αυτό, καθώς οι αντίστοιχες κλάσεις υλοποίησης 
παράγονται µε αυτοµατοποιηµένο τρόπο. 
 
Παρόλα αυτά, οι οπτικοποιήσεις που παρουσιάσαµε είναι δυνατό να βελτιωθούν µε την 
αξιοποίηση τεχνικών animation, οι οποίες καθιστούν εφικτή την εµφάνιση περισσότερων 
πληροφοριών σε σχέση µε τις µεταβολές που υφίσταται ο κώδικας κατά την εφαρµογή της 
εκάστοτε αναδόµησης.  Επίσης, είναι επιθυµητή η αξιολόγηση της αποτελεσµατικότητας 
των οπτικοποιήσεων από τους τελικούς χρήστες καθώς και ο εντοπισµός και η 
οπτικοποίηση περισσότερων κατηγοριών προβληµάτων σχεδίασης. 
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