Boneh and Franklin proposed a practical Identity-Based Encryption (IBE) in 2001 [1] . In order to embed an identity of users in the IBE, we need a hash function, called HashToPoint. The dominant computation of HashToPoint is the scalar multiplication by a large cofactor c, which is relatively expensive compared with other cryptographic functions in the IBE. In this paper, we present a list of cofactor c with Hamming weight two, which can accelerate the computation of HashToPoint. Indeed the timing of our implementation of HashToPoint using the proposed cofactor is reduced by about 30% on a desktop PC.
Introduction
Pairing based cryptography has received a lot of attention since it's introduction to the construction of Identity-Based Encryption (IBE) scheme by Boneh and Franklin 2001 [1] . The IBE scheme is a public-key encryption technology that allows a user to calculate a public-key from an arbitrary string like name, domain name, physical IP address etc. In recent years, various cryptographic protocols have been proposed related to the IBE scheme [2] . Practically, Internet Engineering Task Force (IETF) which develops and promotes Internet standards published their IBE scheme as RFC5091 [3] . We focus on this scheme in this paper.
RFC5091 is restricted to use the pairing constructed by a family of supersingular elliptic curves over finite fields of large prime characteristic. For a prime p ≥ 5, there are two type of supersingular elliptic curves represented by (a) y 2 = x 3 + 1 where p ≡ 2 (mod 3) or (b) y 2 = x 3 + x where p ≡ 3 (mod 4) [4, §3] . In RFC5091 is adapted (a) as Type-1 curve. However we substitute the curve (b) with curve (a) because the library (PBC) which we use to check the IBE performance only supports the curve (b). The differences between (a) and (b) do not affect the efficiency of the IBE discussed in this paper.
For the practical use of the IBE, various methods for faster computation have been proposed [2, [5] [6] [7] . Especially there are lots of contributions to improve the cost of computing the pairing related to Miller algorithm and Montgomery multiplication. In fact, Nakajima et al. proposed efficient primes p which have low Hamming weight (the definition of Hamming weight, see §2.1) to speed up the calculation of a Montgomery multiplication inside the Miller algorithm and achieved speeding up of about 22% in computation of the Miller algorithm [8] .
However we found that there is another parameter which is called cofactor we will define in §2.3 to save the calculation cost in the IBE. Boneh and Franklin describe in [1] how to compute the HashToPoint which maps an identity to a point of an elliptic curve. However their HashToPoint typically requires a modular exponentiation relatively expensive compared to other cryptographic functions in the IBE. Therefore we focus on speeding up improvement of HashToPoint.
In this paper we propose some system parameters that efficiently compute HashToPoit without losing the speed of other cryptographic functions in the IBE. Most of the processing time of HashToPoint depends on scalar multiplication of a point of an elliptic curve by a large integer called cofactor. In order to speed up the scalar multiplication, we chose a cofactor with low Hamming weight. From the distribution of primes in the arithmetic progression, we estimate the number of such cofactor for a fixed size ( §3.2). However it is important for industrial point of view to list up such cofactor. First we explore such cofactor, then we find several cofactor with Hamming weight 2. Next we will measure the timing of HashToPoint using one of the cofactor with Hamming weight 2 on a desktop PC using the pairing library PBC [9] . In order to fairly compare the improved efficiency we also chose a random cofactor with Hamming weight 182 using PBC library, and measure the timing of HashToPoint using the both cofactor. Finally we find that the timing of our implementation of HashToPoint using the cofactor with Hamming weight 2 is reduced by about 30% on a desktop PC.
IBE scheme and its computation
In this section, we give an overview of the IBE scheme. First we define signed binary representations and explain the algorithm related to scalar multiplication of a point of an elliptic curve. Next we review the IBE scheme briefly and make clear the positioning of HashToPoint. Last we explain how to calculate HashToPoint.
Preliminary 2.1.1 Signed binary representations
In this subsection, we define a signed-binary representation. We denote a signed-binary representation by ∑ m−1 i=0 n i 2 i with n m−1 = 1 and n i ∈ {−1, 0, 1} for i = 0, 1, . . . , m − 2. The number of n i ̸ = 0 in the signedbinary representation is called Hamming weight.
Pairing of a supersingular elliptic curve
Let p be a prime with p ≡ 3 (mod 4), and let GF (p) be the finite field with order prime p. In this paper, we use supersingular curve
× is the multiplicative group of the extension field over GF(p) with degree 2.
Let e be the pairing on E(GF(p)), namely e is a map E[l](GF(p)) × E[l](GF(p)) → GF(p
2 ) × and it is computed by Miller's Algorithm [8, §2] and [7, Ch. IX.8].
Algorithm 1 Left-to-right binary method for point multiplication

Require: Signed binary representation
Q ← 2Q 4:
end if 7: if n i = −1 then 8:
end if 10: end for
Scalar multiplication of a point of an elliptic
curve We consider methods for computing kP , where k is a positive integer and P is a point of an elliptic curve. Algorithm 1 is a well-known method as the left-to-right binary method for computing kP . 
Security parameters
In order to achieve the security level of 2 80 we usually choose that the number of bits in a prime p is 512 and more, and the number of bits in a prime l is 160 and more [11] . In this paper we fix the size of primes as 512-bit p and 160-bit l. Note that RFC 5091 chooses l as Solinas prime of the form 2 159 ± 2 t ± 1 for t = 1, 2, . . . , 158.
IBE scheme
We review the IBE in [3] . The IBE consists of three steps: setup, encryption and decryption. These three steps are essentially constructed by arithmetic over elliptic curve E(GF(p)) and finite field GF(p). Fig. 1 describes the layer structure of functions used in the IBE. Next we explain each step in the IBE scheme:
Setup
We can define the public parameters of the IBE to be (n, s, G, G T , e, sP, h 1 , h 2 ) as follows (for the summary, see Table 1 ). Let n be a positive integer and s ∈ Z l := {0, 1, . . . , l − 1}. We randomly pick a point (GF(p) ). Let G := ⟨P ⟩ and G T := ⟨e(P, P )⟩ where P ̸ = P ∞ and the pairing e in §2.1. The map h 1 is HashToPoint which will be defined in §2.3. The map
n is a cryptographic hash function that maps elements of G T into a bit string of length n.
Encryption
Let M be the message in {0, 1} n . There are five steps as follows:
(e1) Generate a random r ∈ Z l and compute rP 
Decryption
Let (rP, C) be the received message, the recipient can decrypt it by the following four steps. 
Calculation of HashToPoint
Here we explain how to compute HashToPoint explicitly. First we define g 1 : {0, 1}
n → E(GF(p)) as follows. For any ID ∈ {0, 1} n , which is a bit string of n bits, we can embed ID into the x-coordinate of a point Q = (x, y) ∈ E(GF(p)) as an integer modulo p. Then we calculate a y-coordinate of Q by y = (x 3 +x) 1/2 . Note that if x 3 +x is not quadratic residue in GF(p), we increment ID by ID+1. Next we define g 2 
: E(GF(p)) → E[l](GF(p))
as follows. We know that #E(GF(p)) = p + 1 = lc, so we get
HashToPoint is defined by the composition g 2 • g 1 . Focus on g 2 , we can use Algorithm 1 for computing the scalar multiplication cQ. If we choose the cofactor c with low Hamming weight, then the computational time of cQ becomes faster. We discuss the existence of such cofactor c with low Hamming weight in the following section.
Proposed cofactor
In this section, we explain the existence of cofactor c with low Hamming weight in Section 2.3. We give a list of cofactor with Hamming weight less than three for c = (p + 1)/l of 512-bit p and 160-bits l. We then estimate the existence probability of such cofactor using the prime number theory.
Search cofactor with low Hamming Weight
Algorithm 2 Searching algorithm for cofactor with Hamming weight less than three Require: Let u be positive integer, l a Solinas prime Ensure: The set of cofactor C = {c 1 , c 2 , . . . , c N } where the Hamming weight of each c i is less than three 1: Let C be the empty set., i.e., C := {} 2: for i = 1 to u − 1 do: 3: for k ∈ {−1, 0, 1} do:
if p is a prime and p ≡ 3 (mod 4) then 7: c puts C
8:
end if 9: end for 10: end for 11: Return (C)
In this paper we fix the bit length of p is 512, l is 160 and p = lc − 1, then the bit length of c becomes 352. Recall that RFC 5091 chooses prime l as Solinas primes of the form 2 159 ± 2 t ± 1 for t = 1, 2, . . . , 158. There are ten Solinas primes which are listed in the second column of Table 2 . Using Algorithm 2, we have found 23 cofactor with Hamming weight less than three in Table 2 (see the third column).
Prime Number Theorem
Here we estimate the number of cofactor with Hamming weight less than three using the prime number theorem. Let π a,n (x) be the number of primes in the arithmetic progression {a, a + n, a + 2n, . . . } less than x, where a and n are some positive integers. The prime number theorem for arithmetic progressions states that ϕ(a) −1 Li(x) is an approximation to π a,n (x), where ϕ(x) is the Euler's totient function and Li(x) is logarithmic integral defined by
(1/ log x)dx [12] . Using this theorem, the number of primes p where p = 2 511 ± 2 a1 ± 2 a2 · · · and p ≡ 3 (mod 4) is nearly equal ϕ(4) −1 (Li(2 512 − 1) − Li(2 511 − 1)). For each l = 2 159 + 2 a ± 1 where a ∈ {17, 19, 59, 63, 88, 107, 110, 116, 135, 138}, we try to find the cofactor c that has the form c = 2
. Therefore the total number of cofactor is estimated by
The total number of cofactor found in our experiment in Table 2 is 23, which is the same in the order of 9.89.
Timing results
In this section we show the timing result of procedures (e1)-(e4) and (d1)-(d3) of the IBE. First we compare the timing result obtained from our cofactor with that of previous method. All tests were running on a desktop PC (Mac mini) with an Intel Core i7 2.6 MHz processor (including four core) and 16 GBytes RAM using OS X 10.8.4 (Mountain Lion). To implement the IBE algo- rithm, we write programs in ANCI-C using GNU GCC compiler without specific optimizations. We deploy the Pairing Based Crypto (PBC) library developed at Stanford University by Benn Lynn [9] .
Test parameters
Let the Solinas prime l be 2 159 + 2 135 + 1. Using PBC library, we can get a random cofactor c where p(= lc−1) is a 512 bit prime. We compute encryption and decryption which consist of procedures (e1)-(e4) and (d1)-(d3) in Table 3 . The timings in Table 3 are the average values of 1,000 random functions. c = 0x 00000001 7be47a80 a1765ba4 0e2adb45\ 3c57a4f8 e1681db3 5312ca58 8ebf5713\ a601797b b11cf7d3 cdcbe91f 8eb03e90
The above cofactor c has Hamming weight 182 and corresponds to p as follow: p = 0x bdf23dfe 42f86e22 c2433fa9 b399751a\ 9c868b4b d97cb956 723b3375 40d721d6\ 15a2debb 56c9fc2a 005f7967 e6de9f13\ a601797b b11cf7d3 cdcbe91f 8eb03e8f
The above prime p has Hamming weight 279. In general, the average value of Hamming weight is equal to half of the bit length. So our random cofactor c and p are thoroughly general for a fair comparison. Next we choose the following proposed cofactor c ′ = 2 352 + 2 31 from Table 2 line #9. c ′ = 0x 00000001 00000000 00000000 00000000\ 00000000 00000000 00000000 00000000\ 00000000 00000000 00000000 80000000
Then the corresponding prime p ′ with Hamming weight 36 is as follows: p ′ = 0x 80000080 00000000 00000000 00000000\ 00000001 00000000 00000000 00000000\ 00000000 00000000 40000040 00000000\ 00000000 00000000 00000000 7fffffff.
Results and evaluation
In Table 3 , the timing of HashToPoint ((e2) in Encryption and (d1) in Decryption) improves more than 30% using proposed cofactor c ′ instead of c. Next we evaluate the reason of this improvement. Let M and I be the cost of field multiplication and inversion on GF(p), respectively. In [6, Ch. IV.1], the cost of point addition and doubling of an elliptic curve E is 3M +I and 4M +I, 
Conclusions
In this paper, we proposed efficient system parameters for the Identity-Based Encryption (IBE) standardized as RFC5091 by IETF. In particular we presented a list of 23 primes of cofactor with Hamming weight 2, which can achieve efficient implementation of HashToPoint in the IBE. Then we implemented the cryptographic functions used in the IBE using C language and the PBC library. The timing of our implementation of HashToPoint using the proposed system parameters is reduced by about 30% on a desktop PC without losing the speed of other cryptographic functions in the IBE.
