When applying the 2-opt heuristic to the travelling salesman problem, selecting the best improvement at each iteration gives worse results on average than selecting the first improvement, if the initial solution is chosen at random. However, starting with 'greedy' or 'nearest neighbor' constructive heuristics, the best improvement is better and faster on average. Reasons for this behavior are investigated. It appears to be better to use exchanges introducing into the solution a very small edge and fairly large one, which can easily be removed later, than two small ones which are much harder to remove.
Introduction
Greedy heuristics for combinatorial optimization select at each iteration the feasible move which gives the best improvement in objective function value. It is well known that for several problems such heuristics are optimal. This is, for instance, the case for the Minimum Spanning Tree problem [8] . However, for many other combinatorial optimization problems the greedy heuristic is not optimal anymore. But it is still intuitively appealing: if a best improvement is selected at each iteration one would expect that a better local optimum would be found than with some other selection rule (which might be preferred because finding the best improvement may be time consuming). The main purpose of the experimental study reported here is to refute, by example, such conventional wisdom. We consider heuristic solution of the Travelling salesman problem (TSP) [7] , i.e., given n cities and distances between pairs of them find a shortest tour passing once and only once through each city. If the initial solution is chosen at random, the first improvement is better and faster than the best improvement. However, if the initial solution is found by some constructive heuristic, i.e., if the initial solution is not too bad, then the best improvement is slightly better and even faster in average than the first improvement. Indeed, it is shown below that when applying the 2-opt heuristic [2, 3] , to both the Euclidean and random distance TSP, using first improvement instead of best improvement gives on average local optima with a smaller value, but only if initial solution is chosen at random. This result was obtained by serendipity when applying the Variable Neighborhood Search (VNS) metaheuristic [9, 5, 6 ] to the TSP. VNS exploits systematically changes of neighborhood both in the descent phase (Variable Neighborhood Descent, VND) which leads to a local optimum and in the exploratory phase (or VNS proper) which seeks a better local optimum. For the TSP, VND uses a series of heuristics, in order of increasing complexity: 1-opt, 2-opt, 2.5-opt, Or-opt, etc.
Variants of the 2-opt heuristic used in this study are described in the next section. First, experiments and computational results are presented in Section 3. Several further series of experiments designed to find explanations of the observed phenomenon are described, with their results, in Section 4. Conclusions are drawn in the last section.
We are, of course, aware that the 2-opt heuristic is not sufficient, taken alone, even with a streamlined implementation, to provide good quality near-optimal solutions to the TSP. The focus of this paper is not on building a better heuristic (the first improvement neighbor-list implementation is indeed not new, see e.g. [7] although perhaps not all variants considered below have yet been studied) but on studying a surprising phenomenon as one ingredient. The insight so obtained will, hopefully, prove to be quite general and therefore useful in the design of new heuristics (or more efficient versions of existing ones) for the TSP and other combinatorial optimization problems.
Heuristics
The 2-opt heuristic for the TSP [2, 3] removes at each iteration a pair of edges in the tour and reconnects their endpoints in the only other way which gives a connected tour. This is done as long as the length of the tour decreases. The simplest, and classical, implementation of the 2-opt heuristic consists in a systematic enumeration of pairs of edges, to be considered for deletion, along the tour. In the best improvement version, all n(n − 1)/2 such pairs must be checked at each iteration which thus requires O(n 2 ) time for a n-city problem. Detailed rules of this heuristic, noted BI-CL, are presented in Fig. 1 , where the simplest so-called array data structure for tour representation is used (for different data structures which appear to be more efficient in solving very large problem instances, see for example [4] ). It is time consuming, and dominated by the neighbor-list implementation, described below. In the first improvement version enumeration of pairs of edges is interrupted as soon as a 2-opt exchange decreasing the length of the tour is found (see Fig. 2 ). The time per iteration remains in O(n 2 ) in worst case and, indeed, at the last one all n(n − 1)/2 pairs will be checked to show a local optimum has been reached. Average time per iteration will be substantially less in practice.
Modification to the BI-CL heuristic to obtain a classical first improvement version noted FI-CL are presented in Fig. 2 .
The property (first noted by Steiglitz and Weiner [11] ) that, for a 2-opt exchange to reduce the current tour length, one of the entering edges must be shorter than one of the leaving edges leads to further and better implementations. A preliminary step is then to rank all edges incident with each node by order of non-decreasing length. Enumeration is done by examining potential entering edges incident at a node, say the ith one in that order, and with length smaller than that of the edge from that ith node to the next one in the tour. Initial nodes i may be enumerated in any order, e.g., the natural one, or that of their position along the tour. As all possibilities must be checked, it is necessary to consider also entering edges from the ith to the j th node in the tour with length smaller than that of the edge in the tour from their second node, i.e., the j th one, to the next. It is equivalent to do the search along successive nodes along the tour and then reverse the process. Details of an implementation doing this are given in Fig. 3 for the best improvement criterion. The corresponding heuristic is noted BI-NL. Modifications to obtain a version following the first improvement criterion are presented in Fig. 4 . A few further variants are considered in Section 4 and were designed in order to better understand the results of a comparison between the versions of the 2-opt heuristic presented here. These results will be summarized next.
First experiments and results
All programs are written in Fortran 90 and experiments conducted on a Sun Ultra I computer with 143 MHz UltraSparc processor.
The heuristics BI-NL, FI-CL and FI-NL were first applied to a series of Euclidean travelling salesman problem with n = 20-1000 cities. To define these problems, n points were randomly generated from a uniform distribution on the [0, 100] × [0, 100] square. Distances D = (d ij ) are Euclidean. Heuristic BI-CL is not included in the comparison since at each of its steps the same exchange as in BI-NL takes place and computing time is larger (multiplied roughly by 1.5 for problems with n = 500). Results are presented in Table 1 . They are averages over 1000 instances for small problems (up to n = 150) and over 100 instances for larger ones (n = 200-1000). It appears that:
(i) Except for very small problems (n = 20 and 30), FI-CL performs better than BI-NL on average. The difference in solution values is substantial and about 2% for the larger problems. (As a yardstick for comparison recall that Johnson and McGeoch [7] consider as substantial a 0.5% improvement when going from 2-opt to 2.5-opt [1] for random Euclidean instances as well.) (ii) Heuristic FI-NL is always better than BI-NL and more so than FI-CL. The difference is about 3.3% for the larger problems, and reaches 3.48% for n = 1000. Note that for n = 1000, random initial solution and 100 random Euclidean instances, a 7.9% average percent excess of FI-NL 2-opt over the Held-Karp lower bound is reported in [7] (the implementation used there differs slightly from that of the present paper in that it uses truncated neighbor is approximately multiplied by 10 when n doubles; for FI-NL it is approximately multiplied by about 6 when n doubles. Moreover, the computing time of this last heuristic is much lower than that of the two others, i.e., almost 100 times less when n = 1000. (iv) The number of iterations of BI-NL is much smaller than those of FI-NL (about 2.3 times less for n = 1000) and, most of all, of FI-CL (about 6 times less for n = 1000). That the computing time of FI-CL remains smaller despite this discrepancy shows it is much inferior per iteration to that of BI-NL.
To corroborate these results the same three heuristics were applied to a series of Euclidean problems from the TSP-LIB [10] , with n = 51 to n = 1432 cities. While variance is larger than in the previous table, single instances of each size being solved instead of 100 or 1000 (the average error with 10 random initial solutions are reported in Table 2 ), the conclusions are similar to the previous ones. In addition, optimal values being known for these problems, one can see that residual error of FI-NL is about 7.5% for the larger instances. This is of course substantial, but has to be expected as 2-opt is not a very powerful heuristic for the TSP when used alone. The reduction in error for the five largest problems, which have over 1000 cities, i.e., u1060, pcb1173, d1291, rl1323 and u1432, are of 1.94%, 5.22%, 4.33%, 5.55% and 5.13%, respectively. This corroborates the observation that the percentage of improvement augments with problem size.
A third series of experiments consisted in the application of the same three heuristics to randomly generated problems without structure, i.e., such that all distances are uniformly drawn at random in the interval [0, 100]. Results are presented in Table 3 . Again results are averages over 1000 instances for n = 20-150 and over 100 instances for n = 200-1000.
Concerning solution values, they differ markedly from the previous ones in two contrasting ways:
(v) For all problem sizes, FI-CL performs worse than BI-NL. The difference in average value of the solution obtained is between 3% and 6% of the best value obtained, in favor of BI-NL. (vi) For all problem sizes FI-NL performs better than BI-NL and FI-CL. Moreover, differences are much larger than for the Euclidean case: they reach about 20% of the best value found for n = 100, almost 50% for n = 500 and over 67% for n = 1000 (see also Fig. 6 ).
Conclusions regarding computing times are also different:
(vii) While for Euclidean problems BI-NL and FI-CL used computing times of the same order of magnitude, for randomly generated distances computing times of the latter heuristic are 22 times less than those of the former.
Computing times of FI-NL remain by far the smallest and very similar to those used for Euclidean problems. (viii) While ranking of heuristics by number of iterations required remains the same as in the Euclidean case, differences are less pronounced: FI-CL takes about 4 times the number of iterations of BI-NL (instead of about 6 times) and FI-NL roughly 1.5 times that number (instead of about 2.5 times).
Further experiments and explanations
Reason for the surprising phenomenon described in the previous section, i.e., that best improvement gives worse results than first improvement, is not immediately apparent. Observe that there might be several, as explanations for the good performance of FI-CL and FI-NL could be different. Indeed, their results are similar for the Euclidean case, but not for random distances. Several further series of experiments were conducted to find adequate explanations.
Improvement directions
A first series aimed at determining if it was beneficial or not to use a constant target value (in terms of the interval between best and worst improvement) for the improvement at each iteration. Therefore heuristic BI-NL was modified as follows: in a first pass, at each iteration, the best improvement max and worst improvement min are determined; a target value for improvement
is chosen, where p ∈ [0, 1] is a given parameter; in a second pass the improvement closest in absolute value to t is determined and current solution updated accordingly. Results for n = 100 to n = 300, and p equal to 0.00, 0.05, 0.10, 0.15, . . . , 1.00 are presented in Fig. 7 . Values are averages for the same 100 Euclidean TSP problems of each size. It appears that:
(i) No precise value of p appears to be better than all others in all cases. In conclusion, this series of experiments shows that slope of the descent does not play an important role in the performance of 2-opt for Euclidean TSP as long as it remains moderate. Similar conclusions were obtained for random distances.
First improvement exchange
Three further series of experiments study more closely how the heuristics FI-CL and FI-NL go from one iteration to the next. The versions described in the previous section continue from the current city in the tour after each iteration (a version noted CURR in the following tables). Two other options are to return to the initial city (noted BACK) or choose at random the position from where to test for improving exchanges (a version noted RAND). Results for FI-CL and the same Euclidean TSPs as in Table 1 are presented in Table 4 . It appears that, for the Euclidean TSPs: iii) The RAND version of FI-CL is much faster than the other two and performs less iterations; thus, it finds larger moves in less time (its average CPU time per iteration for instances with n = 600, . . . , 1000 is 0.005 s, while CURR and BACK spend 0.027 and 0.088 s per iteration, respectively), but with the worst final solution quality; we conclude that systematic search for successive improving exchanges is more time consuming, but more effective than random search.
Results of similar experiments with the neighbor list implementation FI-NL are given in Table 5 . It appears that:
(i) Ranking of the three versions is the same as for FI-CL.
(ii) Performances are always substantially better than for BI-NL; in other words, differences between the three versions are smaller than with FI-CL.
Results with the three versions of FI-CL applied to TSPs with random data are given in Table 6 . It appears that:
(i) Results are less clear-cut than with Euclidean TSPs: no version is uniformly better than another one.
(ii) The ranking of versions appears to be again the same, but with smaller differences.
Another way to see if there is a significant difference between the three first improvement and the best improvement methods is to apply them a certain number of times on the same instance, but with different initial tours. We compare the three FI-NL versions by solving a random Euclidean instance with n = 500. The empirical distributions of the tour lengths of all four variants obtained after generating 1000 initial solutions are given in Fig. 8 , from where similar conclusions as before can be derived: the best performance is that of the BACK version of first improvement and the worst one that of best improvement.
In conclusion, coordination between iterations appears to play a substantial role in the performance of FI-CL and FI-NL in the Euclidean case; it appears to be much less important in the case of random distances.
Ranks of edges
In the last series of experiments we investigate if the ranks of entering and leaving edges as well as average rank of edges in the current solution give possible explanations of why first improvement 2-opt exchange is better than best improvement.
Assume that matrices D , R and P (see Step 1 in Fig. 3 ) are known. We first define the rank of an edge (i, j ) as
i.e., the rank is defined as the average position of cities with index j (in the ranked list of cities with index i) and i (in the ranked list of cities with index j). Then the random variable rank of the tour is defined as the average sum of ranks of the edges in the tour T = (x i ), i = 1, . . . , n,
where x n+1 = x 1 . As in Step 3 of Figs. 1-4, let us denote by e 1 = (x i , x j ) and e 2 = (x i+1 , x j +1 ) the two edges that enter the solution in some iteration of 2-opt and by e 3 = (x i , x i+1 ) and e 4 = (x j , x j +1 ) the two leaving edges. Let us further define random variables that represent smaller and larger ranks of entering or leaving edges: 1 = min{r(e 1 ), r(e 2 )}; 2 = max{r(e 1 ), r(e 2 )}; 3 = min{r(e 3 ), r(e 4 )}; 4 = max{r(e 3 ), r(e 4 )};
In our tests we found experimentally approximate expected values of j , j = 1, 2, 3, 4 for each variant of 2-opt mentioned before. In Table 7 we present some of the results for 10 random Euclidean distance problems with n = 500. Fig. 8 . Empirical distributions of r.v. v(T ) obtained by 1000 restarts of the three FI-NL versions and BI-NL in solving one random Euclidean instance (n = 500). Table 7 Average ranks of entering edges in 10 random Euclidean instances obtained by different 2-opt versions Pr. This tends to confirm the advantage of being able to remove easily the large edges introduced in the tour.
Let us denote by j (BI-NL), j (FI-NL) and j (FI-NL) values obtained by BI-NL, FI-NL and FI-CL, respectively.

v(T)-RAND v(T)-CURR v(T)-BACK v(T)-BI-N-L v(T)
In Table 8 the first problem from Table 7 is analyzed in more detail. Each line represents average results in the previous 100, 200 and 500 iterations obtained by BI-NL, FI-NL and FI-CL, respectively. The second column gives number of iterations done. Columns 3 and 4 report average values of indices of cities i and j when improvement is made. Columns 5-8 give values of j , j = 1, 2, 3, 4, obtained in last 100, 200 or 500 iterations (depending on the method used), while columns 9-12 report average results from the first iteration during the current phase. In columns 13 and 14, average rank of last 100, 200 or 500 solutions and standard deviation from it are reported, for each phase. The last column gives average improvement per iteration. It should be noted that general conclusions cannot be derived from Table 8 since only one problem is considered. For example, the solution obtained by FI-CL (CURR) is better than that of FI-NL, which is not the case on average (see Table 1 ). Anyway, some trends are typical and easy to recognize:
(i) The outer loop index i (or position in the tour of city i) when a move takes place has a value very close to the average one (e.g., n/2 = 250) only for FI-CL (RAND). That was to be expected since i in the RAND version is chosen at random; this index monotonously increases for BACK version of FI-CL, i.e., with this version smallest edges are introduced first, together with large ones, then slightly larger ones. (ii) The rank of entering edges (e.g. value of 1 ) decreases along iterations for all methods except for the best one (in average) FI-NL; by applying FI-NL exchanges, a solution is built by entering one very small and one large edge. (iii) If we look at values of statistics 2 , 3 and 4 (averages in last 100, 200 or 500 iterations in columns 6-8, or averages in all iterations, columns 10-12), again they are strictly decreasing for all methods except FI-NL. (iv) There is a strong correlation between values r(T ) and v(T ): the smaller the tour length, the smaller the rank of the tour.
The same experiments has been done for 10 random matrix instances. Results are presented in Table 9 . We see that: (Table 10) (i) Relation (4) still holds, but the difference between the first two statistics are much larger (compare 5.1 − 3.8 = 1.3 from Table 7 with 9.4 − 5.2 = 4.2 from Table 9 ). (ii) Relation (5) holds as well, but CURR version of FI-CL is not the worst as for Euclidean problems. (iii) The differences in values of 2 for the three FI-CL 2-opt versions are small and no conclusion (as in (6)) can be made from this small sample. In some further experiments, a good initial solution was used, i.e. that one provided by a nearest neighbor or greedy heuristic. Then the improvements observed did not take place anymore. Moreover, first improvement was not only worse but also not faster than best improvement.
Conclusions
Numerous numerical studies of heuristics for the TSP have been made; however, they often concentrate on overall performance, instead of seeking insight into the heuristics behavior, i.e., finding precisely why some versions work better than others. In this paper it is shown how the well-known 2-opt heuristic exhibits unexpected behavior: the greedy or best improvement version yields substantially worse results than the first improvement version. This is true for the classical implementation which considers all possible exchanges at each iteration, or checks such exchanges until an improving one is found, as well as for the neighbor list implementation, which ranks edges and considers those incident to each node on the tour in turn.
Two factors appear to play a role in this phenomenon: (i) the coordination of iterations, where it is best, for Euclidean TSPs, to perform iterations from the beginning node and only proceed further when no improving moves can be made in that vicinity; (ii) the selection of both very short edges, which are likely to belong to optimal or near-optimal tours, together with longer edges which are likely to be eliminated at some further iteration, instead of pairs of short edges.
This suggests, when designing heuristics for combinatorial optimization problems, to look at conditions which make it likely for an element to belong to optimal or near-optimal solutions, and simple or composite moves which introduce, possibly with others, such elements in the current solution instead of second-best ones.
