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Opinnäytetyö 26 sivua, joista liitteitä 0 sivua. 
Toukokuu 2018 
Opinnäytetyön tarkoituksena oli tarjota johdatus DevOps käytäntöön esimerkki ohjelmis-
ton avulla. Ohjelmisto oli yksinkertainen REST tyyppinen henkilökohtaisen blogin raja-
pinta Node.js:llä toteutettuna. Ohjelmiston tavoitteena oli tarjota palvelinpuolen toimin-
nallisuus Docker-konttiin pakattuna. 
 
DevOps on sanojen development ja operations sanojen yhdistelmä. DevOps käytännössä 
yhdistyy ohjelmistokehitys, -ylläpito ja laadunvalvonta käytännöt runsaan automaation 
avulla. Docker on suosittu muun moassa koska se helpottaa automaattista julkaisua. 
 
Ohjelmisto suunniteltiin tukemaan vain yhtä pääkäyttäjää joka voi muokata ja tuottaa si-
sältöä. Blogissa oli kolme tietorakennetta; postaus, kappale ja tagi. Sovelluksen kehityk-
sessä pyrittiin käyttämään mahdollisimman paljon kolmannen osapuolen kirjastoja kehi-
tyksen nopeuttamiseksi. 
 
Ohjelmiston kontitus toteutetiin Docker Composella. Docker Compose on työkalu, joka 
mahdollistaa useiden konttien määrittelyn ja hallinnan yhden tiedoston avulla. Tietokan-
tana käytettiin PostgreSQL ja sen käsittelyyn Objection.js ORM:ia. Rajapinta toteutettiin 
Express ohjelmistokehyksen päälle. 
 
Ohjelmiston kehityksessä oli pienistä konfiguraatio virheistä johtuvia ongelmia kontituk-
sen kanssa. Ohjelma ei päässyt sille asetettuihin tavoitteisiin, osin aikataulu rajoitteista 
johtuen. Testiautomaatio jäi uupumaan täysin, joten ohjelma ei ole kelvollinen esimerkki 
DevOps tyyppisestä projektista. Sovellus on kuitenkin kontissa toimiva ja se pystyy toi-
mimaan yksinkertaisen blogin palvelinpuolena.  
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The purpose of this bachelor's thesis was to offer an introduction to the DevOps practice 
with a help of a small piece of example software. The example software was a RESTful 
back end for a personal blog developed with Node.js. The goal of the software was to be 
minimal yet functional back end packaged in a Docker container. 
 
DevOps is a clipped compound word of development and operations. DevOps aims to 
unify software development and software operations and automate as much work as pos-
sible. Docker is popular in DevOps practice because it offers tools for easy automatic 
deployment. 
 
The software was designed to support one main user that has the right to modify and 
create content. The blog consists of posts, paragraphs and tags. The goal was to utilize 
third party libraries to speed up the development process as much as possible. 
 
The software was containerized with Docker Compose. Docker Compose is a tool that 
allows multiple containers to be controlled with a single command and to be configured 
in a single file. PostgreSQL was chosen to be the database and Objection.js the ORM. 
The API was developed with Express. 
 
There were some problems with containers caused by minor errors in configuration files. 
The software did not hit the goals set for it party because of time constraints. The software 
does not have any kind of test automation so it is not a suitable example of a DevOps type 
of project. The software was successfully containerized though and it offers the function-
ality that was planned for it. Even though the code and its documentation is not that great, 
the API has good usage documentation. 
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LYHENTEET JA TERMIT 
REST  ”REpresentational State Transfer” on arkkitehtuurimalli 
HTTP-ohjelmointirajapintojen toteuttamiseen. 
API ”Application programming interface” eli ohjelmointiraja-
pinta on rajapinta, jonka avulla ohjelmat voivat vaihtaa tie-
toa keskenään. 
Node.js Alustariippumaton JavaScript ajoympäristö, joka perustuu 
Googlen V8 JavaScript-moottoriin. 
Express.js Node.js web-ohjelmistokehys (framework) 
ORM “Object-relational mapping” mahdollistaa tietokannan käyt-
tämisen olio-ohjelmonti paradigmalla 
JWT ”JSON Web Token” on JSON pohjainen standardi käyttöoi-
keustietueiden (access token) toteuttamiseen 
JSON  JavaScript Object Notation on täysin tekstipohjainen ohjel-
mointikieli-riippumaton datan esitystapa. 
Sovelluskehys framework, kokoelma ohjelmistoja ja rajapintoja 
Docker Käyttöjärjestelmätason virtualisointia tarjoava ohjelmisto 
Kontti (container) Docker ”virtuaalikone” 
CRUD Create, read, update and delete 
Väliohjelmisto (Middleware) on ohjelmisto, joka mahdollistaa eri ohjelmis-
tojen tai ohjelmiston osien toiminnan. 
URL (Uniform Resource Locator) Resurssin sijaintia osoittava 








Opinnäytetyön tarkoituksena oli tarjota johdatus DevOps käytäntöön esimerkki sovelluk-
sen avulla. Sovelluksen tavoitteena on olla yksinkertainen ja helposti jatkokehitettävä 
henkilökohtaisen blogin palvelinpuoli JavaScriptillä. Sovelluksen tarkoitus on tarkoitus 
tarjota kaikki yksinkertaiseen blogiin liittyvä tietojen käsittely Docker-konttiin pakattuna. 
 
Sovellus jakautuu kolmeen osaan: ohjelmistoon, tietokantaan ja virtualisointiin. Tieto-
kanta on vain tietovarasto eikä sitä käsitellä tietorakenteita enempää. Virtualisointi toteu-
tetaan Dockerin avulla. Ohjelmisto tulee olemaan REST tyyppinen rajapinta Express.js 
ohjelmistokehyksen päälle toteutettuna. Ohjelmiston ei siis ole tarkoitus olla kokonainen 
blogialusta vaan pelkkä palvelinpuoli, käyttöliittymä tullaan toteuttamaan toisessa pro-
jektissa. 
 
Rajapinnan tulee olla mahdollisimman yksinkertainen, mutta tarjota kuitenkin julkai-
suvalmiin blogin toiminnallisuus. Virtualisoinnin tavoite on mahdollistaa DevOps tyyp-
pinen ohjelman kehitys ja jakelu. Tavoitteena ei ole luoda malliesimerkkiä DevOps pro-
jektista vaan tarjota minimivaatimukset täyttävä esimerkkiprojekti. 
 










REST eli Representational State Transfer on erittäin suosittu arkkitehtuurimalli HTTP-
rajapintojen toteuttamiseen. Malli asettaa seuraavat arkkitehtuurilliset määritelmät: yhte-
näinen rajapinta, asiakas – palvelin arkkitehtuuri, tilattomuus, välimuistetettavuus 
(eng.cacheable) ja kerrostettu järjestelmä. Yhtenäinen rajapinta tarkoittaa sitä, että jokai-
selle resurssille on yksi looginen URL ja että kaikki data esitettään samassa formaatissa 
ja resurssien käsittelyyn käytetään loogisia HTTP metodeja, esimerkiksi GETiä hakemi-
seen ja DELETEä poistamisen. Asiakas-palvelin tarkoitta yksinkertaisesti sitä, että ohjel-
mistokokonaisuus on jaettu toisistaan 
riippumattomiin asiakas- ja palvelinohjelmistoihin. Tilattomuus tarkoittaa sitä, että jokai-
nen pyyntö käsitellään samalla tavalla riippumatta asiakasohjelmiston tilasta. Välimuis-
tetettavuus tarkoittaa sitä, että jokainen vastaus ilmoitta kuinka pitkäksi aikaa sen tiedot 
voidaan jättää välimuistiin ja olettaa muuttumattomaksi. Kerrostettu järjestelmä tarkoittaa 
järjestelmän jakamista pieniin osiin, joista jokaisella on vai yksi tehtävä. 
 





Docker on virtualisointityökalu, joka tarjoaa jaetun käyttöjärjestelmäytimen (shared ker-
nel space) ja eristetyn ajoympäristön (isolated user space). Docker virtuaaliympäristöä 
kutsutaan kontiksi (container). Docker kontit ovat paljon perinteisiä virtuaalikoneita pie-
nempiä ja nopeampia sammumaan ja käynnistymään. Perinteiset virtualisointiratkaisut 
virtualisoivat koko käyttöjärjestelmän (KUVA 1). Dockerille on saatavilla kattavasti val-
miita kontteja. Konteille voidaan asetta ympäristömuuttujia ja antaa kokonaisia konfigu-
raatiotiedostoja esimerkiksi web-palvelinta varten. Ohjelmistot voidaan joko asentaa suo-
raan konttiin, jolloin luodaan uusi konttikuva (eng. image), tai siirtää valmiiseen konttiin 






KUVA 1. Kontin ja virtuaalikoneen erot (https://www.docker.com/what-container) 
 
2.3 Node ja Express 
 
Node on asynkrooninen JavaScrtipt ajoympäristö, joka pohjautuu Googlen V8 Ja-
vaScript-moottoriin. Vaikka Node on palvelinpuolen ajoympäristö sen pakettienhallin-
taan (npm) käytetään hyvin laajasti kaikenlaisissa JavaScript projekteissa. Node on saa-
vuttanut suurta suosiota, koska se mahdollistaa palvelin- ja asiakaskoodin kirjoittamisen 
samalla ohjelmointikielellä. 
 
Express on erittäin suosittu Node ohjelmistokehys web-sovellusten kehittämiseen. Ex-
press tarjoaa työkaluja muun muassa HTTP-pyyntöjen ja -vastausten käsittelyyn, ja rei-
tittämiseen. Reitittämin tarkoittaa web-ohjelmistoissa HTTP-pyyntöjen ohjaamista oi-
keille funktioille. 
 
Iso osa kummankin työkalun suosiota on erittäin laaja kolmansien osapuolten kirjastojen 








DevOps on sanojen development ja operations sanojen yhdistelmä, joka tarkoittaa ohjel-
mistotuotannon uudehkoa suuntausta, joka on ikään kuin ketterän kehityksen seuraava 
kehitys askel. DevOps käytännössä yhdistyy ohjelmistokehitys, -ylläpito ja laadunval-
vonta käytännöt runsaan automaation avulla (KUVA 2). 
 
” DevOps represents a change in IT culture, focusing on rapid IT service 
delivery through the adoption of agile, lean practices in the context of a 
system-oriented approach. DevOps emphasizes people (and culture), and 
seeks to improve collaboration between operations and development teams. 
DevOps implementations utilize technology — especially automation tools 
that can leverage an increasingly programmable and dynamic infrastructure 
from a life cycle perspective.” (Gartner, DevOps, https://www.gart-
ner.com/it-glossary/devops, Luettu 13.04.2018) 
 
 





DevOps käytäntö pyrkii tehostamaan koko ohjelmistotuotantoprosessia automatisoimalla 
mahdollisimman monta osaa siitä. Jatkuvuus on erittäin keskeinen käsite DevOps-mail-
massa, kaikki prosessit ovat jatkuvia ja inkrementaalisia (KUVA 3). 
 
 
KUVA 3. DevOps käsitteet (https://www.atlassian.com/devops) 
 
3.1 Automaatio DevOps käytännössä 
 
Automaatio mahdollista jatkuvuuden. Jatkuvan integraation järjestelmä tarkkailee versi-
onhallintaa koodimuutosten varalta ja laukaisee automaattisen käännöksen, käännöksen 
jälkeen ajetaan kattava määrä automaattitestejä. Jos uusi koodi läpäisee testit, siirtyy jär-
jestelmä automaattiseen julkaisuun. Jos testit epäonnistuvat, järjestelmä huomauttaa ke-
hitystiimiä, jotta vika voidaan korjata. Kun ohjelmisto on julkaistu, sen toimintaa seura-
taan analysoimalla eri lokitiedostojen koosteita. 
 
3.2 Docker DevOps käytännössä 
 
Docker on kasvattanut suosiotaan DevOpsin kanssa käsi kädessä, sillä se helpottaa auto-
maatiota ja poistaa tuotanto- ja testausympäristöjen konfiguraatioeroista johtuvat ongel-
mat. Konttien käyttäminen yhdessä mikropalveluarkkitehtuurin kanssa mahdollistaa jär-




kunteja, joten järjestelmää voidaan skaalata reaaliajassa käyttäjien mukaan. Loki koos-
teista voidaan puolestaan ennustaa käyttäjämääriä, joten kontteja voidaan nostaa val-
miiksi ruuhka-aikoina mahdollisimman hyvän käyttäjäkokemuksen takaamiseksi.  
 
3.3 DevOps edut ja haitat 
 
DevOpsin isoin etu on nopeus. Kaikki tapahtuu nopeammin automaation ansiosta: virheet 
huomataan nopeammin, uudet ominaisuudet saadaan käyttöön nopeammin, järjestelmä 
skaalautuu nopeammin. Automaatio vähentää myös huomattavasti manuaalista ”oheis”-
työtä. 
 
DevOps vaatii järeän automaatiojärjestelmän toimiakseen ja sen rakentaminen on työ-
lästä. Useita työkaluja tulee asentaa ja testitapauksia tulee kirjoittaa valtava määrä. De-
vOps käytäntöjen käyttöönotto vaatii myös potentiaalisesti suuria organisaatiomuutoksia. 
Perinteisesti varsinkin suurissa ohjelmistoyrityksissä kehitys ja ylläpitotiimit ovat vah-
vasti toisistaan erilliset ja kummallakin osastolla on usein paljon vakiintuneita käytäntöjä. 
Näiden organisaatioiden yhdistäminen samalla kun otetaan paljon uusia työkaluja käyt-







Ohjelman toteutuksessa oli tarkoitus hyödyntää mahdollisimman paljon valmiita kirjas-
toja koodin selkeyttämiseksi ja tehostamiseksi. Esimerkiksi ohjelman pohjana käytettiin 
Express Node.js sovelluskehystä, joka tarjoaa laajan tuen kolmansien osapuolien kirjas-




Ohjelmalla oli teknisenä vaatimuksena toteuttaa REST-tyyppinen ohjelmistorajapinta ja 
toimia Docker-kontissa sekä vaatia käyttäjän todennusta käsiteltäessä tiettyjä resursseja. 
Ohjelman kontittaminen mahdollistaa vaivattoman julkaisun ja poistaa mahdolliset tuo-
tanto- ja testausympäristöjen eroista johtuvat ongelmat. Koska ohjelmistoa ei ole suun-
nattu valtaville käyttäjämäärille voidaan järjestelmän kerroksittaisuus jättää huomiotta. 
 
Ohjelman on tarkoitus tukea vain yhtä pääkäyttäjää, joka voi tuottaa ja muokata sisältöä. 
Käyttäjä tunnistautuu sähköpostin ja salasanan avulla.  
 
Koska ohjelmiston tulee olla tilaton, käyttäjän tunnistamiseen ei voitu käyttää perinteistä 
sessioihin perustuvaa tunnistautumista. Sessioiden sijaan oli käytettävä käyttöoikeus-




Blogi koostuu postauksista (KUVA 4). Postaukset koostuu edellen kappaleista ja kappa-
leet otsikoista ja sisällöstä. Postauksilla voi olla myös tageja. Yksi tagi voi liittyä moneen 







KUVA 4. Tietorakenteet 
 
Tageilla on vain yksi ominaisuus; nimi. Postaukseen kuuluu otsikko sekä luonti- ja muok-




Jokaiselle oliolle täytyy olla CRUD (Create, read, update and delete) toiminnot (TAU-
LUKKO 1). Resurssit on suunniteltu HTTP-verbejä silmällä pitäen. GET metodi on tie-
tojen lukemista varten, POST luomista, PATCH päivittämistä ja DELETE poistoa varten. 




































Ohjelma koostuu selkeästi kahdesta osasta: tietokannasta ja web-rajapinnasta. Molem-
mille osille tarvittiin oma konttinsa. Docker Compose on työkalu, joka mahdollistaa usei-
den konttien ja niiden välisten suhteiden määrittelyn yhdessä tiedostossa (KUVA 5). 
Docker Composella voidaan hallita myös kaikkia samassa tiedostossa määriteltyjä kont-









Compose-tiedoston käyttäminen on huomattavasti selkeämpää kuin yksittäisten Docker-




KUVA 6. Dockerfile 
 
Compose-tiedostossa määritetään tietokannaksi PostgreSQL käyttäen virallista version 
10 Alpine-Linuxiin pohjautuvaa Docker-kuvaa. Web-rajapinta määritetään käyttämään 
samassa kansiossa olevaa Dockerfileä (KUVA 6). Konttien välille määritetään silta tyyp-
pinen verkko, jolloin tietokantaan ei pääse käsiksi konttien ulkopuolelta lainkaan. Kum-
mallekin kontille annetaan ympäristömuuttujia ”${MUUTTUJAN_NIMI}” syntaksilla. 
Esimerkiksi tietokannan käyttäjä ja salasana asetetaan ympäristömuuttujilla. 
 
Ympäristömuutujat on määritelty erillisessä ”.env”-tiedostossa (KUVA 7). Ympäristö-
muuttujien erottaminen erilliseen tiedostoon mahdollistaa niiden jättämisen pois versio-










PostgreSQL valittiin tietokannaksi luotettavuutensa ja hyvän maineensa ansiosta. Suun-
niteltujen tietorakenteiden perusteella luotiin tietokantaan taulut (KUVIO 1). 
 
 





5.3 Object-relational mapping 
 
Tietokannan käsittelyyn käytetään Objection.js kirjastoa, joka pohjautuu puolestaan 
Knex.js kirjastoon. Knex helpottaa SQL-kyselyiden kirjoittamista ja Objection mahdol-
listaa tietojen käsittelyn puhtaasti olio-mallilla.  
 
Knex tarjoaa helpon tavan luoda ja muokata tietokannan tauluja ohjelmallisesti – skeema 
migraatiot. Migraatiotiedostossa määritetään mitä taululle tehdään, kun migraatio ajetaan 
tai palautetaan (KUVA 8). 
 
 
KUVA 8. Kappaletaulun luonti 
 
Objection tarvitsee mallin oliosta, jonka perusteella se osaa yhdistää tietokannan datan 
olion attribuutteihin. Mallissa määritetään esimerkiksi käytettävän tietokantataulun nimi 













Tämän ohjelmiston tapauksessa väliohjelmistoja hyödynnetään HTTP-pyyntöjen parsi-
miseen, jotta niitä olisi helpompi käsitellä (KUVA 10). 
 
 
KUVA 10. Väliohjelmistojen rekisteröinti 
 
Jokaiselle oliolle on omat reittinsä, joiden kautta niiden resursseihin pääse käsiksi 
(KUVA 11). Reittimääritykset on jaettu omiin tiedostoihinsa koodin selkeyttämiseksi. 
 
 
KUVA 11. Sovelluksen reitit 
 
Esimerkiksi Kappaleen luonti tapahtuu lähettämällä POST – tyyppinen pyyntö osoittei-
seen ”/paragraphs” (KUVA 12). Kaikki ”/paragraphs” osoitteeseen tulevat pyynnöt ohja-









Ennen kappaleen luontia tarkastetaan, että vaaditut tiedot on lähetetty, sitten ne puhdiste-
taan SQL-injektioiden varalta, seuraavaksi tarkastetaan tunnistautumisen oikeellisuus ja 
lopulta kutsutaan Kappaleen luontifunktiota. Jokaisen olion datan käsittely on eriytetty 
Controller-tiedostoon koodin selkeyttämiseksi. 
 
Varsinainen Kappaleen luonti tapahtuu siis ”paragraphController.js” tiedostossa (KUVA 
13). Tietojen käsittely on varsin yksinkertaista käytettyjen kirjastojen ansiosta. 
 
 
KUVA 13. Kappaleen luonti 
 

















Ongelmia oli konttien tietojen säilytyksessä. Oletuksena Docker poistaa kontin datan kun 
kontti sammutetaan, mutta tämän sovelluksen puitteissa tietokannan data ja node_modu-
les kansio oli säilyttävä vaikka kontin sammuttaisi. ”node_modules”- kansiossa on asen-
nettujen kolmansien osapuolien kirjastojen tiedostot. Kirjastojen uudelleen asentamisessa 
joka kerta, kun kontti käynnistyy, kuluu huomattavan paljon aikaa, joten kansion oli säi-
lyttävä käynnistysten välillä. Kummankin datan säilytyksen ongelmat johtuivat virheelli-




Ohjelma ei päässyt sille asetettuihin tavoitteisiin, osin aikataulu rajoitteista johtuen. Tes-
tiautomaatio jäi uupumaan täysin, joten ohjelma ei ole kelvollinen esimerkki DevOps 
tyyppisestä projektista. Minkäänlaista lokitietojen keräystä ei toteutettu. Koodiin jäi myös 




Sovellus on kuitenkin kontissa toimiva ja se pystyy toimimaan yksinkertaisen blogin pal-
velinpuolena. Vaikka koodin dokumentaatio on puutteellinen, rajapinnan käyttö on do-
kumentoitu kohtuullisen hyvin. Jokaiselle resurssille on esimerkki pyyntö ja vastaus. Pro-
jektin hallinta onnistui myös kohtalaisen hyvin GiHubin Projects- työkalun avulla. 
 
6.4 Ohjelman tulevaisuus 
 
Ensin koko ohjelmiston koodi tulee siistiä ja sitten korjata ongelma ja puutteet. Seuraa-
vaksi täytyy kirjoitta yksikkö- ja rajapintatestitapaukset, jotta ohjelmisto olisi oikeasti 
valmis jatkuvaan integraatioon. Lopuksi uutena toiminnallisuutena toteutetaan kuvien li-




jonkinlaista Twitter integraatiota, jossa uudet postaukset jaettaisiin automaattisesti Twit-
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