Abstract-In this paper, we address the problem of energyaware task scheduling on DVFS-enabled multiprocessors with DPM-enabled device(s). Given a set of frame-based tasks, we aim to derive a scheduling where the device occupation constraint is respected, all of the tasks meet the shared deadline, and the overall system energy consumption, including energy consumed on both processors and devices, is minimized. For the problem when preemption and migration are allowed, after solving the formulated optimization problem, we regard the tasks that require the same device as a single preemptive task. An Execution Time Filling (ETF) process can be applied to derive a scheduling which adopts the optimal frequency setting; then, we propose Algorithm ETFR, which achieves the optimal system energy consumption, and also Reduces the total number of preemptions and migrations. For the problem when tasks are non-preemptive, we regard the tasks that require the same device as a single non-preemptive task. To assign tasks to processors, we adopt the Worst Fit Decreasing (WFD) strategy using tasks' optimal execution times. After task assignment, we readjust the execution frequency of tasks on each processor, such that the system energy consumption of tasks on each processor is minimized. Various analysis, simulations, and experiments verify the strength of our proposed approaches for the two problems.
I. INTRODUCTION A. DVFS and DPM
The main design goal of modern computational systems has been to improve computing capability. Recently, the high energy consumption in these systems has become an important issue. To facilitate energy-efficient design, the Dynamic Voltage and Frequency Scaling (DVFS) scheme is widely used [1] [2] .
During the past two decades, tremendous works have been done for energy-aware scheduling on DVFS-enabled platforms. We refer the readers to a comprehensive survey [3] , which includes energy-aware task scheduling for framed-based tasks, periodic tasks, sporadic tasks, and tasks with precedence constraints. The basic idea of the DVFS strategy is to adjust a processor's processing frequency (online or offline), as long as tasks' deadlines are not violated, to achieve the goal of saving energy. DVFS provides the possibility of minimizing energy consumption, given a performance/timing requirement.
In modern computational systems, various devices or components also consume significant amounts of energy, which is usually non-negligible, compared to the energy consumption on processors. In this paper, we will refer to all units other than processors in the computational systems as "devices." Representative devices include I/O devices, disk drives, displays, memory banks, and network interfaces, etc..
To cope with the energy consumption issues on devices, the Dynamic Power Management (DPM) [4] mechanism is widely employed. For a device with DPM, though the power consumption of a device cannot be adjusted, the device can be put in a low power state when it is idle, to save energy.
In this paper, we address the energy-aware scheduling problem on multiprocessor platforms where processors are DVFS-enabled and devices are DPM-enabled. As an initial study, we assume that a task requires, at most, one device.
B. Related Work
Various works exist that involve the device energy consumption. They can be roughly classified into two categories, namely static/offline scheduling and dynamic/online scheduling.
[5] discusses energy-aware scheduling on a processor with discrete available speeds and devices. The ideal frequency setting is solved analytically; then, an algorithm is proposed to select the practical frequency from the available values. [6] presents an online I/O device scheduler that takes a predetermined task schedule and device-usage as inputs, and generates a sequence of sleep/working states for each device. Considering the switching overhead of devices, Lu et al. [7] aim to arrange task execution orders so that device idle periods are clustered, which is beneficial for device energy saving. [8] elaborates on executing one application on one DVFS processor, where the multiple devices considered have explicit energy and time transition overheads. [9] proposes both static scheduling and dynamic scheduling for system energy minimization. [10] considers pure online device scheduling for a platform without the ability of DVFS. It aims to cluster the device idle periods to reduce the device switching overhead. [11] discusses dynamic task scheduling to determine the speed setting for periodic tasks. When device power and processor power is comparable, an algorithm which reduces the system energy is proposed. [12] develops a unified energy management framework for deadline-driven periodic real-time applications with both static and dynamic solution components.
However, all of these works are considering uniprocessors. To the best of our knowledge, up until now, little work has been done on energy-aware scheduling involving both devices and multiprocessor platforms.
C. Our Work and Contributions
In this paper, we deal with the problem of energy-aware task scheduling on DVFS-enabled multiprocessor platforms with DPM-enabled devices. Our main contributions are as follows:
• To the best of our knowledge, we are the first to address energy-aware scheduling on DVFS-enabled multiprocessor platforms, with the consideration of device energy consumption and power management, to minimize the system energy consumption.
• After formulating the basic optimization problem, we derive the scheduling that adopts the optimal frequency setting, and achieves the minimal energy consumption when tasks are preemptive and migrations are allowed.
• When tasks are non-preemptive, by adopting a widely used WF strategy to allocate tasks, we can derive a scheduling that achieves satisfiable energy consumption on average, and whose energy consumption is no greater than (1 + β) α−1 times that of the optimal scheduling, where β ∈ (0, 1) is a parameter that can be easily achieved from the optimization solution, and α ≥ 2 indicates the relationship between a processor's execution frequency and power consumption:
D. Paper Organization
Section II provides the detailed platform model and task model, as well as the problem definition. We address the problem where preemptions and migrations are allowed in Section III. Section IV addresses the problem when tasks are non-preemptive. Experiments and simulations are provided in Section V. Section VI concludes our work and sketches several future directions.
II. SYSTEM MODEL AND PROBLEM DEFINITIONS

A. Platform Model
We consider a multiprocessor platform with m homogeneous DVFS-enabled processors with frequency range [0, +∞). Processors can operate in two modes when it is on: active mode and idle mode. Active mode refers to the state when it is executing some task and the power consumption is the sum of dynamic power, γf α , (γ > 0, α ≥ 2), and static power, p ac 0 . Idle mode refers to the state when it is not executing any task and the power consumption consists of only static power,
is the jth device. We assume that a device can also be in two modes when it is on: active mode when the device is occupied by some task, and idle mode when it is not occupied by any task. The power consumption of device D j in active mode is a constant p ac j ; in idle mode, the device immediately enters a low power state p Though we consider a set of frame-based tasks, these tasks may also have a periodic feature. We assume that switching a processor or device on and off will incur a significant amount of overhead, in terms of both time and energy. Thus, we do not consider switching the processor/device off; while a processor/device can switch between active and idle modes with negligible overhead. We normalize the power consumption of a processor as: p(f ) = f α + p 0 when it is executing a task at frequency f , and zero when it is idle (p 0 = (
Similarly, a device power is normalized as p j = (p ac j − p id j )/γ when it is active, and zero when it is idle. From now on, we will use this normalized energy model for processors and devices.
B. Task Model
We consider a set of frame-based tasks, T = {τ 1 , · · · , τ n }, which are released at time 0, and share a same deadline D. Each task may be preemptive or non-preemptive, but they cannot be executed on more than one processor concurrently. τ i has an execution requirement c i . Besides, a task may require some device when executing. Denote DvL i as the list of devices that are required by τ i . We further assume that a task requires at most one device; then, DvL i is a one-element subset of DvL. The device in DvL i is requested by τ i when, and only when, τ i is executing. If τ i does not require any device during its execution, then DvL i is an empty set ∅. It is necessary to mention that, due to the convexity of the energy consumption function of processors, different parts of a single task must execute at the same frequency in order to achieve less energy consumption. When task τ i is executed at frequency f , the time to finish its execution is c i /f . The energy consumption on the processor is:
1 Thus, the system energy consumption to execute task τ i at frequency f is:
We assume that one device can be occupied by at most one task at any specific time. Thus, if two tasks require the same device, they cannot execute simultaneously, even though there exist idle processors. We are aware that, in practice, some devices can be occupied by more than one task; however, in this case, there should be some upper bound on the number of tasks that can occupy this device at the same time. Considering this aspect, the problem will become more complicated. We will investigate this aspect in our future work; in this initial work, we will stick to the assumption that one device can be occupied by, at most, one task at any specific time. We can also regard that the devices we consider here are some critical resources that cannot be occupied by more than one task.
C. Problem Definition
Given a set of frame-based tasks {τ 1 , τ 2 , · · · , τ n } with specified execution requirements and device requirements, our goal is to schedule these tasks on the platform with m homogeneous processors and v devices, such that all of the tasks meet the deadline D, no device is occupied by more than one task at any time, and the system energy consumption is minimized. We denote it as the problem of Energy minimization on Multiprocessor platforms with Devices (EMD). When tasks are Preemptive and migrations are allowed, the problem is denoted as EMDP. When tasks are Non-preemptive and migration is not allowed, the problem is denoted as EMDN.
III. EMDP
A. Problem Reformulation
As has been mentioned, we assume that each task should require, at most, one device. Thus, we can classify all of the tasks into (v + 1) categories: the first category consists of tasks that do not require any device; the second category consists of tasks that require device D 1 ; the third category consists of tasks that require device D 2 ; · · · ; the (v + 1)th category consists of tasks that require device D v . We denote these categories by T 0 , T 1 , T 2 , · · · , T v , respectively. Relabel the tasks in these sets such that
be the execution requirement of task τ j,i . Assume that task τ j,i is executed at frequency f j,i , then, the energy consumption to execute τ j,i can be calculated as
The total system energy consumption can be calculated as
Obviously, the frequency setting should at least satisfy the following constraints. First, the execution time of each task that does not require the device is less than or equal to the deadline D, i.e., c 0,i /f 0,i ≤ D, ∀i = 1, 2, · · · , |T 0 |. Second, the occupation time of each device is less than or equal to the deadline D, because the device cannot be occupied by more than one task at the same time, i.e.,
Third, the overall execution time of all of the tasks should be less than or equal to the total available execution time mD, i.e.,
Considering these three requirements, the frequency setting problem can be formulated as the following optimization problem:
which will be referred to as Prob 1 throughout this paper. Although device power is considered, the objective function of Prob 1 is still convex, and this optimization problem is still a convex optimization problem, which can be solved in polynomial time [13] . In our work, we apply the widely used Interior Point method to solve this problem numerically. The complexity of this method is polynomial in terms of the number of variables and the solution accuracy of the optimization problem. This aspect has also been explained in the book [13] .
The solution of the problem satisfies some important characteristics, which can be used to solve some simpler cases of the problem, and simplify the problem itself. Denote μ 0,1 , μ 0,2 , · · · , μ 0,|T0| as the KKT multipliers [14] associated with the |T 0 | inequalities in (2), μ 1 , μ 2 , · · · , μ v , the KKT multipliers associated with the v inequalities (3), and μ, the KKT multiplier associated with the inequality (4). All of these multipliers are nonnegative. Applying the KKT conditions, we have:
Without any confusion, we also denote the optimal frequency setting for this problem as f j,i . There are two important characteristics that should be noticed. First, according to (6), we have
does not depend on i, the optimal execution frequency of all of the tasks that require the device D j should be equal. Second, all of the tasks in T j require the same device D j , and thus cannot execute simultaneously. Based on these two aspects, we can regard T j as one single preemptive task. From now on, we will refer T j to a single task without any confusion, and denote f j = f j,1 = · · · = f j,|Tj | as the optimal frequency setting for this task. Let C j = |Tj | i=1 c j,i be the execution requirement of task T j . The energy consumption of T j can be calculated as
Thus, the optimization problem can be simplified as:
The above problem is considered to be a simplification of Prob 1 because the number of variables that need to be determined is significantly reduced, namely, from
Recall that the complexity of the Interior Point method, which we have used, is polynomial in terms of the number of variables. Thus, the simplified problem will be solved much more efficiently. We denote the simplified problem as Prob 2 from now on.
Notice that, although the optimal frequency setting can be achieved by the Interior Point method, it does not guarantee that the practical scheduling which adopts this frequency setting is achievable. In the following, we will construct a schedule that adopts the optimal frequency setting.
Unscheduled task set T u and the first available processor M s ; the execution requirement, c τ for each τ ∈ T u , also its optimal frequency setting f τ , and consequently, the optimal execution time t τ = c τ /f τ ; Output: A feasible preemptive schedule that adopts the optimal frequency setting and achieves the minimal energy consumption; 1: Number of processors that should be used: N = τ ∈T u t τ /D ; 2: Initialize the execution time on processor M j as P j , where
Pick τ ∈ T u ; 6:
Schedule the first part of τ on processor M j+1 from time 0 to time
Schedule the second part of τ on processor M j from time P j to time D; P j = D; j = j + 1; 8:
Schedule τ on processor M j from time P j to time P j + t τ ; P j = P j + t τ ; 10:
B. A Simple Approach
The Execution Time Filling (ETF) procedure, shown by Algorithm 1, provides a direct way of scheduling: fill in the processors one by one, from the first empty processor, with the execution times of unscheduled tasks τ 0,1 , τ 0,2 , · · · , τ 0,|T0| , and tasks T 1 , T 2 , · · · , T v (all of these (|T 0 |+v) tasks can be in any order). Algorithm 1 provides the details of this scheduling procedure.
gives the actual scheduling for a given task set.
In this algorithm, it can be noticed that the number of preemptions and migrations are equal to the number of used processors minus one, i.e., (N − 1), in general. By observing some key properties of the optimization problem, we can design another algorithm which reduces the number of preemptions and migrations.
C. An Improved Approach
Take a look at (7) and (8) .
We can see in the optimal solution, the execution time of some task(s) (including T 1 , T 2 , · · · , T v ) might be exactly D. If we schedule each such a task on a separate processor, there will not be any preemption and migration on this processor. Thus, the total number of preemptions and migrations will be reduced. 
Considering the tasks in the listed order, algorithm ETF gives the schedule in Fig. 1(a) , where τ 2,1 and τ 0,1 are split into two parts. Two preemptions and migrations exist in the ETF scheduling. Since the total execution time of τ 2,1 and τ 2,2 is 8, which is exactly the deadline D, the ETFR algorithm first schedules τ 2,1 and τ 2,2 on a separate processor, as shown in Fig. 1(b) . The number of preemption(s) and migration(s) is reduced to one.
IV. EMDN A. Analysis
When tasks under consideration are non-preemptive, i.e., one task should be finished on the processor that it is first assigned to without any interruption, the problem (either with one device or multiple devices) involves task set partitioning. The energy-aware task set partitioning problem, on the pure homogeneous multiprocessor platforms without any device, is NP-complete [15] ; with the consideration of device occupation constraint and device power, the problem is made more complex. Instead of seeking the optimal scheduling, we will provide a heuristic, with a reasonable approximation ratio and Algorithm 3 WFD for the EMDN problem Input: Optimal solution for Prob 2; Output: A feasible non-preemptive schedule that attempts to achieve the minimal energy consumption; Find P k * = min{P k |k = 1, 2, · · · , N} (ties can be broken arbitrarily); 7: Allocate τ to processor M k * ; 8:
Readjust the execution frequencies of tasks on processors M 1 , M 2 , · · · , M N such that all tasks meet the deadline and tasks' system energy consumption on each processor is minimized.
excellent average performance, based on the optimal solution to Prob 2. We will first prove the following Lemma:
The energy consumption of the optimal nonpreemptive scheduling for the EMDN problem will be no less than that of the optimal solution of Prob 2.
Proof: This fact is obvious, since the execution frequency settings in any non-preemptive schedule should also satisfy all the constraints in Prob 1, and Prob 1 and Prob 2 have the same optimal objective value.
B. Algorithm
In our scheduling, we also regard each task set T j (j = 1, · · · , v) as a single non-preemptive task. Our guidance to construct the scheduling is to let more tasks operate on the optimal frequency setting for Prob 2; if the optimal frequency setting cannot be guaranteed, we desire the practical frequency setting to be close to the optimal frequency setting.
Thus, we first find each task τ ∈ {τ 0,1 , · · · , τ 0,|T0| , T 1 , · · · , T v }, whose execution time t τ = D; then, pick it out and schedule it on a separate processor. Then, we need to consider scheduling the remaining tasks, whose execution times are less than D, on the remaining processors. We adopt the widely used Worst Fit Decreasing (WFD) strategy: first, sort the tasks in non-increasing order of their optimal execution times; then, assign the next task to the processor, which has the least accumulative execution time among all processors that should be used. Algorithm 3 (denoted by WFD for short) describes the details of our scheduling scheme for the EMDN problem.
After allocating the tasks to processors, since all of the processors are independent, tasks on different processors are also independent; we can readjust the frequency setting for all of the tasks such that each task meets the deadline D and tasks' system energy consumption on each processor is minimized, by solving the following problem:
where C k,j is the total execution requirement of category T j tasks that are allocated to the processor M k (j = 0, 1, · · · , v, k = 1, 2, · · · , N); F k,j is the optimal frequency setting for the category T j tasks on processor M k .
Again, the optimal execution time (solved for Prob 2) of each task τ ∈ T u can be calculated as t τ = c τ /f τ . Let βD be the maximal execution time of tasks in T u , but not equal to D. Assume that, up to line 8, the execution time on processor M j , (j = 1, · · · , N) is L j and that, the maximal and the minimal values among L j 's are L max and L min , respectively. The following Lemma can be easily shown.
Lemma 2:
otherwise, the total execution time of T u will be greater than ND, which is a contradiction. Second, L max − L min ≤ βD, which can also be verified by contradiction. Assume that L max − L min > βD; let the execution time of the last task of
According to the WFD strategy, the last task of L max will not be assigned to L max , which contradicts the fact. Thus, L max − L min ≤ βD. Based on the above two aspects,
Theorem 1: The energy consumption of the scheduling S derived by Algorithm 3 is no greater than (1 + β) α−1 times that of the non-preemptive optimal energy consumption.
Proof: After the WFD allocation, we can increase each task's execution frequency to max{L max /D, 1} (≤ 1 + β) times its original optimal frequency (solved for Prob 2). Denote this scheduling by S 1 . By doing this, the energy consumption on the devices will not increase, while the energy consumption on processors will be no greater than (1 + β) α−1 times the energy consumption of Prob 2. Notice that S is further optimized based on the same task set partitioning as that of S 1 . Obviously, the energy consumption of S is no greater than that of S 1 . Combining Lemma 1, we can conclude that the energy consumption of the scheduling S derived by Algorithm 3 is no greater than (1 + β) α−1 times of the nonpreemptive optimal energy consumption.
V. EXPERIMENTS AND SIMULATIONS
A. Simulation Settings
There are various parameters that might affect the performance of a scheduling algorithm, namely, the number of processors, the number of devices, the constant device power(s), the number of tasks (including the number of tasks that do not require any device, and the number of tasks that require each device), the execution requirements of tasks, the percentage of the requirement of the tasks that require the device(s) and the tasks that do not require device(s), the common deadline of the task set, etc.. We notice that many of these parameters are correlated, and that some of the values should be set by referring to practical situations.
Considering the number of processors and the number of devices, the relative number makes a difference. In our simulation, we set the number of processors to m = 4, which is a common configuration of multiprocessor platforms, and only vary the number of devices. As for the tasks' characteristics, we notice that, the execution requirement percentage has the most significant influence. For each task that requires a device, we generate a uniformly distributed random number within [15, 25] as its execution requirements. Another important parameter to be designed is the common deadline of a task set. We assume that, when a user submits a task set, he/she is roughly aware of the average capability of the computational system, and thus, will set a deadline that is practically reasonable. We assume that the normal execution frequency is around 1, which has been normalized by some reference value. For all our simulations, a reasonable deadline can be D = max{
For the two problems with one device, we fix the number of tasks that require the device to be 16, i.e., |T 1 | = 16; we also generate a random execution requirement within [15, 25] for tasks that do not require the device, and choose the number of tasks that do not require the device, |T 0 | to be 8, 16, and 32. Denote these three settings as Setting 1, 2 and 3, respectively. In all these settings, we vary the device power from 0 to 2, with a step size of 0.1, while p 0 is set as 0.1 (if not particularly specified). Without loss of generality, we set α = 3 in the simulations.
For the two problems with multiple devices, we vary the number of devices, v, from 1 to 12 with a step size of 1. Since we treat T j as a single task, the total requirement of T j matters. We fix the number of tasks in T j to be 4. Under this environment, we further conduct two experiment groups. In the first group, for a given v, we vary |T 0 | as 8, 16, and 32; execution requirements of tasks in T 0 are also generated within [15, 25] , with the mean value being 20. In the second group, for each given v, we fix |T 0 | = 4v, which is equal to the total number of tasks that require a device; additionally, we vary the execution requirement generation range for tasks in T 0 such that the percentage pct of the T 0 tasks' total requirement is about 20%, 50%, and 80% of the overall execution requirement. Specifically, the generation range is set to be [ 15pct/(1 − pct) , 25pct/(1 − pct) ], with the mean value being 20pct/(1−pct). Due to the limited space, we only show the results for one set of device powers, with each device's power around 0.8, randomly generated within [0.6, 1].
For each specific simulation setting, we calculate the normalized energy consumption values, which are normalized by the optimal energy consumption of Prob 2.
B. EMDP
As has been mentioned, our proposed algorithm is itself optimal in terms of minimizing overall system energy consumption. We compare our scheduling with one that only considers processor energy minimization. For a scheduling that only considers the processor energy consumption, it is easy to notice that all of the constraints (2) to (4) should also be satisfied; however, the objective function only consists of energy consumption on processors. The optimal frequency setting that minimizes the processor energy consumption can be achieved. We can also construct the preemptive scheduling that adopts this optimal frequency setting by the Execution Time Filling (ETF) process. We denote this scheduling as Minimizing Pure Processor Energy Scheduling (MPPES). We denote "NEC of MPPES" as the Normalized system Energy Consumption of MPPES, which is normalized by the optimal energy consumption of Prob 2. We also denote "NECP of MPPES" as the Normalized Energy Consumption of Processors of MPPES. Fig. 2(a) shows the NEC and NECP of MPPES for different device power values for the three settings, where NEC and NECP of MPPES 1, 2, 3 represent the values in Settings 1, 2, and 3, respectively. For each setting, when the device power is small, MPPES's system energy consumption is very close to the optimal solution. When the device power increases, the NEC of MPPES also increases significantly, and will be much greater than the optimal system energy consumption. This phenomenon indicates that when the device power is nonnegligible, a scheduling that considers both device power and processor power should be applied to minimize system energy consumption. Given a constant device power, as the number of tasks in T 0 increases (from Setting 1 to Setting 3), though the percentage of energy consumption on processors is increased, the system's NEC still remains at a relatively high level.
For the EMDP problem with multiple devices, the NEC and NECP of MPPES are provided in Table I and Table II for the two experiment groups, respectively, both in the rows labeled "NEC of MPPES" and "NECP of MPPES." We can see that, as the number of devices increases, the NEC of MPPES tends to increase, and it remains at a high level. This aspect suggests that when device power is non-negligible, especially when device number is significant, our scheduling ETFR, which aims to minimize overall system energy consumption, should be applied.
C. EMDN
We compare the energy consumption of our proposed scheduling algorithm with several other algorithms as well as some closely related values, to evaluate the performance of our proposed algorithm for the EMDN problem. Denote "NEC of WFD" as the Normalized Energy Consumption (NEC) of our proposed algorithm. We will compare the NEC of our scheduling algorithm with the following algorithms and values.
Algorithm DWFN: After solving Prob 2, instead of picking out each task, whose execution time is exactly D, to schedule it on a separate processor, this approach Directly applies the WF strategy to all of the tasks in T , Not involving sorting the tasks. Algorithm WFN: After solving Prob 2, this approach also picks out the tasks whose optimal execution time is exactly D, to assign it to a separate processor; after that, however, it applies the WF strategy, also Not involving sorting the tasks.
Algorithm WFDN: After allocating the tasks in the same way as that of our proposed algorithm, to ensure schedulability, this algorithm adopts the simplest method, which is to increase the execution frequency of each task to max{L max /D, 1} times that of its optimal frequency setting (solved for Prob 2). The normalized energy consumption of this algorithm can be calculated; we denote it by "NEC of WFDN," short for WFD strategy Not involving optimally readjusting the frequency setting. The processor energy consumption will be (max{L max /D, 1}) 2 times that of the processor energy consumption in the optimal solution; while the device energy consumption will not increase. Thus, the overall energy consumption of Algorithm WFDN will be less than (max{L max /D, 1})
2 times that of the preemptive optimal solution. We have also proven that (L max /D) 2 < (1 + β) 2 . We include these values in our comparisons, and denote (max{L max /D, 1}) 2 and (1 + β)
2 by "NEC of WFDN1" and "NEC of WFDN2," respectively. To show the results more clearly, we choose p 0 = 0 for simulations in Fig. 2(b), Fig. 2(c) , and Fig. 2(d) . When device power is very small, the optimal frequency setting for Prob 2 also attempts to stretch the tasks as much as possible. Thus, T 1 has a great chance to have an execution time of D. Assigning T 1 to a separate processor (as in WFD and WFN) has great advantages over Algorithm DWF. When the device power is significant, T 1 will not have an execution time of D; in this case, Algorithm WFN and Algorithm DWF are actually the same.
The results for various numbers of devices are also provided in Table I and Table II. In Table I , the first column, |T 0 |, means the number of tasks in T 0 . In Table II , the first column, T 0 %, means the approximate execution requirement percentage of the tasks in T 0 . Related values are listed from the third row to the eighth row for each simulation setting. We can see that our proposed WFD strategy always achieves the lowest energy consumption, and near optimal solution. Also, it is always upper bounded by the the two values: "NEC of WFDN1" and "NEC of WFDN2." VI. CONCLUSION AND FUTURE WORK This paper addresses the problem of minimizing system energy consumption on multiprocessor platforms with devices, given a set of frame-based tasks, some of which require device(s) and some of which do not. We consider the problem both when preemption and migration are allowed (EMDP problem), and when preemption and migration are not allowed (EMDN problem). For the EMDP problem, we formulated the problem as a convex optimization problem, and numerically solve it by applying the widely used Interior Point method. Based on the optimal solution, we construct a schedule that adopts the optimal frequency setting and achieves the optimal system energy consumption. For the EMDN problem, we derive a schedule that achieves near-optimal energy consumption on average and has an approximation ratio of (1 + β) α−1 (< 2 α−1 ), where β is within (0, 1), and can be easily achieved from the optimal solution of the originally formulated convex optimization problem and α ≥ 2 indicates the relationship between a processor's power consumption and its execution frequency.
Our future work will investigate the problem when one device can be required by more than one task, and/or each task can require more than one device. Further, device switching overhead (both time and energy) can be included in the problems.
