Abstract. It is intuitively clear that the security of RSA cryptosystem depends on the hardness of factoring a very large integer into its two prime factors. Numerous studies about integer factorization in the field of number theory have been carried out, and as a result, lots of exact factorization algorithms, such as Fermat's factorization algorithm, quadratic sieve method, and Pollard's rho algorithm have been found. The factorization problem is in the class of NP (non-deterministic polynomial time). Tabu search is a metaheuristic in the field of artificial intelligence which is often used to solve NP and NP-hard problems; the result of this method is expected to be close-to-optimal (suboptimal). This study aims to factorize the RSA modulus into its two prime factors using tabu search by conducting experiments in Python programming language and to compare its time performance with an exact factorization algorithm, i.e. Pollard's algorithm. The primality test is done with Lehmann's algorithm. 
Introduction
RSA is one of the most widely used algorithms in public key cryptosystems. The RSA cryptosystem was created by Rivest, Shamir, and Adleman [5] . The security of RSA depends on how hard it is to factor its public key, n, into two corresponding prime numbers, p and q, or its private keys. The value of n should be big enough so that any cryptanalyst that attempts to factorize n will not have ample time to do so. In 2007, it was noted that 1039 bit integer could only be factored by four hundreds computer in more than eleven months using special number field algorithm [6] . This is not surprising, since factorization is in the class of NP (nondeterministic polynomial time). Wiener [4] concluded that the modulus n and the public key e are useful to estimate a fraction that involves the private key d.
There are plenty of studies in the field of number theory that resulted numerous exact algorithms such as Fermat's factorization, Pollard-rho, quadratic sieve, etc. However, there are not enough references that could give an experimental figure as to whether or not non-exact methods such as metaheuristics could be useful in factoring large integers into their corresponding prime factors.
The cryptanalysis techniques using metaheuristic have been largely done to attack classical ciphers. For example, Garg [1] experimented with genetic algorithms, tabu search, and simulated annealing to attack transposition cipher and recommended tabu search as the most powerful method of all the three methods. Barnes and Laguna [3] suggested that genetic algorithm and simulated annealing may be combined with tabu search in a hybrid system in order to solve hard optimization problems. However, as noted before, studies that used metaheuristics to cryptanalyze public key cryptosystems (such as RSA) are not abundantly available.
In this study, we attempted to compare experimentally a metaheuristic method called tabu search and an exact algorithm named Pollard factorization algorithm in order to give some ideas about their comparative time performance in factorizing RSA public key. The experiment was done in Python programming language. The primality test being used was Lehmann's algorithm.
Method
Tabu search is a metaheuristic procedure to solve optimization problems that can be embedded into other heuristic procedures to avoid the trap of local minima; more about tabu search can be found in a tutorial by Glover [2] .
RSA public key is n, and its private keys are p and q. From [5] , we know that n = pq, so that the RSA security is based on how hard it is to factor n into p and q.
Our method is as follows. First, we experiment the factorization of RSA public key n with tabu search, keeping records of its time performances. Second, we experiment it again with Pollard's factorization algorithm. Third, we make a conclusion of whether or not tabu search is as good as Pollard's algorithm to factorize the RSA public key.
Our Python source code for the tabu search is as follows. Our Python source code for Lehmann's algorithm used for the primality test is as follows. More about Lehman's algorithm can be found in [7] . 
Result and Discussion
The results of factoring small digits of n with tabu search are as follows. Moreover, we conduct a test on n = 56385344634735953, and Pollard's algorithm quickly determined that it is 1993 * 28291693243721 in only 0.017551 second. This very large value of n was failed to factorize with tabu search.
Conclusion
From our experimental findings, it is acceptable to conclude that tabu search is not a good candidate to factorize the RSA public key n into its corresponding private keys, p and q. Tabu search needed more time to factorize even small digits of n as compared to Pollard's algorithm which could factorize n with larger digits for smaller amounts of time.
