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ABSTRACT
Software development is a knowledge and human intensive activ-
ity. At the social level, the interactions of these participants and
their ability to cooperate are important for improving the produc-
tivity of teams and organizations. It is therefore not surprising to
discover that recent contributions in software development have
repeatedly asserted the critical role of people in software develop-
ment efforts. However, existing approaches to software develop-
ment fail to fully exploit the importance of social and intellectual
capital that has been highlighted in the fields of economics and
sociology. We propose that leveraging the existing approaches
from economics and sociology and applying to software devel-
opment can assist software organizations in maximizing their re-
turn on investment. For example, by applying one such approach,
mechanism design, we can improve and model the organization’s
total productivity based on social aspects affecting productivity
(i.e. social productivity). This paper will discuss the vision and
progress for applying the concept of mechanism design for opti-
mizing software development teams.
Categories and Subject Descriptors
D.2.9 [Software Engineering]: Management : Productivity, Soft-
ware Process, Software Teams
General Terms
Software Management, Human Factors
Keywords
Software Process Improvement, Team Dynamics, Game Theory,
Mechanism Design, Software Engineering Economics, Productiv-
ity, Social Aspects of Development
1. INTRODUCTION
Software process and productivity improvement encompasses the
activities which promise to increase the quality of a software prod-
uct [5]. Predictably, these activities need to align process, tools
and technologies with human factors and social considerations [11,
1]. Software development is a form of social activity [8]. There-
fore, it is commonly conducted by teams consisting of individuals
identified by characteristics of“individualism, rationality, and mu-
tual interdependence” [12]. In this particular viewpoint, one can
argue that several factors affecting the software development pro-
cess should arise from the complexity of individuals’ interactions
and social communication costs. Therefore, the investigation of
social factors and corresponding interest in social side of software
development has become a part of software engineering body of
research [10].
Software development involves teams of interconnected individu-
als who are encouraged to work collectively in a knowledge and
communication network to produce software artifacts. Social pro-
ductivity involves targeting the quality of social interactions in
order to bring about productivity improvements. Furthermore,
by optimizing the social structure and welfare of a software or-
ganization, we aim to improve software team collaboration, and
maximize the team productivity.
2. BACKGROUND
The ultimate goal of software process engineering is to provide a
roadmap for the production of high quality software products that
meets the needs of its stakeholders within a balanced schedule and
budget [25]. It concentrates on the creation and maintenance of
tasks and activity structures rather than the output or the end
product. A typical software process aims to solve the potential
and future problems of software development with respect to plan-
ning and budgeting constraints. In the context of our approach,
a process is considered as the coordination of structural social ac-
tivities (e.g. management, production and maintenance) coupled
and constrained with a set of people roles and skills (i.e. partici-
pants who perform the activities) for producing software artifacts
in a predefined productivity level (see figure 1).
In order to provide a comprehensive background to our approach,
we first provide an overview of game theory. Secondly, we re-
view the concept of mechanism design and its potential impact
on software practices. Next, we introduce the concept of software
ecosystems to define a social viewpoint for software development
organizations.
2.1 Game Theory
Emerged in the 1930s, game theory is a field of mathematics,
which has been frequently applied to social sciences (especially
in sociology and political sciences) for analyzing many different
situations, e.g. variability of individual behaviors, and forma-
tion of coalition structures among the individuals and human net-
works [14]. Furthermore, the study of game theory has flourished
over the last several decades and attracted many researchers. As
a result, it has been applied to several diverse fields [15] includ-
ing biology, linguistics, psychology, philosophy, and later in com-
puter science [20]. There are two branches of game theory (co-
operative and non-cooperative) both are useful for investigating
social interactions among software teams and individuals. Non-
cooperative game theory deals with situations where a limited
number of players interact and their choices will affect the overall
outcome, essentially participants are inclined to benefit more from
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Figure 1: A meta model for software engineering process adapted from [23].
these situations individually. Cooperative game theory deals with
arrangement of participants in different stable combinations [4] for
value maximization, which should be suitable for software busi-
ness practices. Because, it explores the cooperative solution con-
cepts, to achieve a collective outcome, cooperative game theory
should be useful for assessment of several software development
activities and products. For example, it can support the col-
laborative features of software development where coalitions are
formed for profit and performance.
Software development organizations prefer to have their partic-
ipants work collaboratively. Therefore, individuals need to be
socially integrated so as to develop team cohesion. In a game the-
oretic sense, they need to correlate their activities to form teams
of coalitions for better productivity. Recently, several studies have
advanced our understanding of the possible use of game theory in
software engineering research [2, 21]. The evidence suggests that
software development organizations rely heavily on several strate-
gic nature of software management activities [7, 9] (e.g. identi-
fying stakeholders, understanding competitors and market condi-
tions), and therefore we suggest that software management teams
should benefit from what game theory offers.
2.2 The concept of mechanism design
A subfield of game theory, mechanism design, specifically deals
with social decisions and their effects on outcomes. In this frame-
work, a designer or a manager investigates how one designs the
social structure of an organization so that the individual incen-
tives of participants can be transformed into the organizational
wide desired goals. In other words, mechanism design is an ap-
proach for thinking about the social structure of an organization.
An organization can be modeled by depiction of social patterns
(e.g. how interactions depends participants) and available ac-
tions for its participants. Further, we can make predictions about
several organizational parameters with expected outcomes using
game theoretical concepts.
Based on selectable parameters for desired goals or given objec-
tives, we define a mechanism as the model of an organization. It
is built on several inputs from individuals in order to produce
several types of outputs. The goal is to dynamically portray an
organization by designing the structure of its teams for its defined
objectives and hence to motivate individuals to act in the service
of an organization. We aim to establish a structural improve-
ment inside an organization where it is based on the fact that the
quality of organizational production relies on the structure of the
organization [6].
In software development practices, collaboration and communi-
cation is observed in several stages of the development life cycle.
Consequently, information gathering and its distribution have be-
come somehow decentralized. Although this decentralizion may
facilitate an ability for self organization and improved evolvabil-
ity, it could also increase the communication costs and information
based complexity.
The theory of mechanism design and its modeling implementation
on software development organizations can provide a way to ex-
plore the effects of social structures on team composition, where
we can use this information for better team and organizational
structuring. An economic mechanism involves designing the rules
for the economic activities that govern the social interactions of
the participants. These rules, for example, can be designed to
motivate individuals by stimulating them to behave in a certain
manner, and to achieve certain economic or social outcomes. Fi-
nally, a mechanism establishes the fabric between the actions of
individuals and social landscapes of software organizations. We
suggest that, a mechanism enables us to maximize the economic
and social outputs of the software development effort - through
modeling the structure of software teams and further envisioning
a software development organization.
2.3 The software ecosystem
In recent years, initial exploration of the importance of the in-
teractions of an economic community, highlighted the fact that
software development organizations should co-evolve their capa-
bilities and roles together for maximizing the opportunities for
project and business success. Therefore, the traditional viewpoint
of software business; selling software to the mass market, has been
replaced by the idea of interacting companies in a form similar to
a biological ecosystem [17]. Based on the idea that interacting
participants and organizations of the business world is considered
similar to organisms of a biological ecosystem, Moore [19] from
Harvard introduced the definition of a software ecosystem as an
economic coating that forms around a software product.
Concurrent to Moore’s definition, Mitleton-Kelly from the Lon-
don School of Economics investigates organizational complexity
by applying the theory of complex social systems to the theory of
organizations [18]. She suggests that complexity arises because of
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the interactions through the elements of a complex co-evolving so-
cial ecosystem, including all individuals and organizations based
on their business, technical and organizational relations among
suppliers, customers or competitors.
Ultimately, we suggest that, a software ecosystem may be based
on various information exchange networks. It could be consid-
ered as a set of several business entities working on collective
outcomes in a shared market where several entities play distinc-
tive roles (e.g. shapers, contributors). The relationship is based
on the exchange of knowledge in terms of several forms, e.g. arti-
facts. Recognition of the software development organization as a
social ecosystem brought the realization that the investigation of
its social structure (e.g. connectivity, cohesion or coupling of its
members) may help to improve the human centric aspects of the
business process.
3. A MODEL OF PRODUCTIVITY IMPROVE-
MENT
Productivity improvement is one of the main concerns of a soft-
ware organization. It starts very early in any development life-
cycle. For example, previous research has indicated that size
of a project, the development environment and the technologies
(e.g. programming language) has an impact on software produc-
tivity [22].
Although a generally accepted measurement model of productiv-
ity is lacking [13], it can essentially be considered as the pro-
duction rate or capacity of a process - something that agile soft-
ware development often terms as the project velocity. Productivity
should be considered as the value creation activities in a specific
time period, and according to Boehm, the best opportunities for
improving productivity in the software development effort are to
be found in the attributes of people and their interactions inside
the software organization [3].
Consequently, in order to improve the productivity of a soft-
ware organization, crafted methods and development strategies
for software development should leverage the knowledge contained
in well-established people-centered approaches. Such efforts can
only boost the potential for success in software development com-
panies.
For example, a team of software practitioners is not only a good
illustration of team oriented knowledge work but also a form of
social (information exchange) network. A social structure can
be defined in terms of social units, where they are considered as
teams of interacting individuals gathered together for achieving a
defined goal.
In software development activities the intellectual workers contin-
uously collect and process the collected information (e.g. require-
ments, technologies) into knowledge that actualizes as software
artifacts. Furthermore, the knowledge assets embedded inside
the activities of a software organization are used for generating
an economic value. This value should not only be determined by
the outcome of the production process but (i) as the human part
of the capital which encompasses the value added to the workers
during the process and, (ii) as the social capital (i.e. embedded
resources in social networks [16]), which is the capital captured
by social interrelations. In order to bridge the gap between formal
and the social world of software practices, any proposed valuation
of a software development should not only be realized by finan-
cial form of the capital but also with its intellectual capital and
especially in terms of the social capital.
In summary, software productivity is heavily dependent on social
aspects of productivity which can be achieved by better social
alignment, i.e. setting the roles of people better regarding to their
personality types for maximizing productivity. In addition, it is
the skills of individuals and teams which transform the acquired
knowledge into software artifacts (e.g. source code, documenta-
tion, etc.) and constantly increases the competitive advantage.
3.1 Qualitative Simulation Paradigm
The notion of personality types can be considered to be socially
constructed entities. Based on behavioral response patterns, per-
sonality is like an individuals’ mask with which one present herself
or himself to others. We suggest that the outcome of several sit-
uations are shaped by individuals personality types when they
interact. These interactions, however, can be defined in terms
of game theoretical forms in a way to use personality types to
promote goal attainment of participants. These types are created
to use on detailing behaviors of distinctive personality types and
their reactions to several situations. Therefore, we term them as
game theoretic personality types (GTPTs) which is a taxonomy
of interactors that can be defined as a strategic situation (e.g. a
situation where a decision has been made).
We propose an approach for providing a capability to induce the
social environment: (i) to reveal participants personality types
from a game theoretical perspective, (ii) to assess how individuals
interact on software development landscape, (iii) to investigate
the cause and effect relationship of social aspects over productiv-
ity, (iv) to sequentially create personality profiles of organizations
based on our game-theoretic classification approach, (v) and to
simulate and design team compositions based on several observed
and hypothetical situations.
Depending upon the complexity of tasks and human interactions,
in our setting, a precise quantitative model is hard to construct.
However, based on a finite set of qualitative knowledge and rela-
tions, we should be able to analyze and simulate several team for-
mations and situations by using several techniques such as socio-
metric graphs, situational context cards, qualitative simulations
for examining several aspects such as communication and social
structure of a software organization. Here, we formulate a new
approach to overcome the complexity of understanding social and
economic activities (see figure 2). We have termed this approach
to be a qualitative simulation: a scenario based information gath-
ering, analyzing, and evaluation method relies on blending several
qualitative research techniques.
This method consists of three process cycles (i.e. a set of circular
sequence of events designed to reinforced the outcomes): (i) initi-
ation, (ii) generation, (iii) evaluation. The initiation cycle is used
for creation of GTPTs. It starts with identification of a set of sit-
uations. Next, it continues with the observation of participants’
types and we evaluate these observations by semi-structured in-
terviews. The second process cycle is for enhancing the situational
context cards creation. Several captured situation will be stored
in this context, the cards however aim to help the identification of
individuals and their reactions to situations. Finally, the revised
context cards will be used to create several random or planned sit-
uations and they will be tested on individuals to determine their
social coherence for creating optimal team compositions.
As a summary, we define qualitative simulation as a methodology
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Figure 2: The meta-model of qualitative simulation.
based on situational context cards to define several simulation
scenarios where we create hypothetical work flow for reapplying
observed events to other participants. It should also include focus
groups and expert reviews and case study for better construction.
For example, it uses semi-structural interview techniques to vali-
date the collected information and situational context cards (i.e.
cards that store several situations), and to investigate participants
reactions to several situations. Based on the data about the per-
sons and the situations, our qualitative simulation model will be
able to simulate scenarios and events that can happen during the
software development life-cycle and ask several participants about
their reactions to several events. Further, we will use this method
to simulate and observe the changes regarding to social formation
and conflicts among the structure of the software organization and
share them with the participants to collect their responses.
3.2 Progress to date
A significant impact in the software engineering research is to un-
derstand and model the socioeconomic behavior of the software
development teams and organizations. Based on the defined tasks
of development, an organization may have several types of partic-
ipants with distinctive roles. As we have proposed [24], one way
of improving the social productivity of a software organization
is to improve the productivity by exploring people’s interactions,
behaviors and to design its outcomes. As a result, one of the ma-
jor challenges that software development managers face is to form
appropriate teams for better software production.
Based on the types of individuals and their interactions, we pro-
pose a team structure recommender where upon a group of pro-
files of individuals and their patterns of interactions are stored
in a software system. A company can benefit from this artifact
by; first identifying the types of their personnel. By having a vi-
sual form of the social structure of their teams. Second evaluate
the opinion of individuals by having their reaction to some hy-
pothetical events based on situational context cards. Ultimately,
a recommender system will predict the best cased scenarios for
their team formations.
This study aims to use several hypothetical scenarios so as to
validate the outcomes. To improve the productivity of software
development teams, we will compare virtual events with respect to
their actual outcomes that are exercised by team members on sce-
nario based situations. Furthermore, we suggest that situational
outcomes of a qualitative simulation should also beneficial to be
discussed with management teams of targeted software companies
by conducting expert reviews.
We conduct three industrial surveys to investigate, (i) social struc-
ture, (ii) productivity factors, (iii) game theoretic types of a soft-
ware development teams and to validate our proposed approach.
All surveys have been applied to medium size software organiza-
tions; (i) to measure social aspects of productivity, (ii) to assess
the effectiveness of our approach, and (iii) to suggest ways to im-
prove the welfare of the software development teams and organi-
zations. Moreover, semi-structured interviews with practitioners,
and expert reviews with the managers is used to evaluate several
portions of the outcomes.
4. CONCLUSIONS AND FUTUREWORK
In this work, the primary outcome will be a modeling approach for
team compositions on software development activities in terms of
social interrelationships of participants, in particular by profiling
the game theoretic personality types of participants. Further-
more, by using the personality traits, a team composer will be
designed for software companies not only suitable for team com-
position but also for the choosing and integration process of new
personnel. This research will extend the body of knowledge on
software engineering based on the complexities several social is-
sues such as team formations, interpersonal conflicts, social loafing
that affect the group settings and structure software development
teams. In addition to that, we have introduced several concepts
as potential impacts and significant outcomes for software engi-
neering research such as the notion of social productivity, and
qualitative simulation which is a method formed by the combi-
nation of several qualitative techniques orchestrated to simulate
several observed or hypothetical events.
In developing the concept of social productivity, a survey artifact
is created, which will be used to determine the correlation among
several factors of productivity and social aspects of productivity.
Furthermore, by combining the notion of social network analysis
and game theory concurrently, we will obtain a new viewpoint for
software engineering research.
In addition to the contributions identified above, we consider our
work will benefit future software engineering researcher by draw-
ing a road map that establishes a body of knowledge, specifically
on the structures and formations of software development teams
and organizations. Furthermore, this project may also useful for
researchers in examining the experience of applying game theo-
retic concepts to software development organizations, in particu-
lar the practitioners who are seeking to improve the social pro-
ductivity of their organizations and to assist in the complications
of social issues related to software development productivity. For
example, uncontrolled fluctuations in team velocity that could
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cause considerable complications.
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