Abstract: Technology improvements and cost reduction allow electrochemical energy storage systems based on Lithium-ion cells to massively be used in medium-power applications, where the low system cost is the major constraint. Battery pack maintenance services are expected to be required more often in the future. For this reason, a low-cost instrumentation able to characterize the cells of a battery pack is needed. Several works use low-cost programmable units as Li-ion cell tester, but they are generally based on proprietary-software running on a personal computer. This work introduces an open-source software architecture based on Python language to control common low-cost commercial laboratory instruments. The Python software application is executed on a Raspberry Pi board, which represents the control block of the hardware architecture, instead of a personal computer. The good results obtained during the validation process demonstrate that the proposed cell station tester features measurement accuracy and precision suitable for the characterization of Li-ion cells. Finally, as a simple example of application, the state of health of twenty 40 Ah LiFePO 4 cells belonging to a battery pack used in an E-scooter was successfully determined.
Introduction
In the last years, Lithium-Ion Batteries (LIBs) are increasingly penetrating the high-power mobility applications, such as the Electric Vehicles (EV) and Hybrid Electric Vehicles (HEV), because of the higher power and energy densities compared to other electrochemical Energy Storage System (ESS) technologies such as lead-acid and Nickel-Cadmium ones [1] . Nevertheless, LIB cost still limits its utilization in medium-power electric mobility field, such as in E-scooters, where the cost of the ESS still remains a large part of the total cost of the system and it is, therefore, one of the major issues for the full exploitation of the LIB technology in this field. However, the growing interest in the electrification of two-wheel vehicles [2] and the research efforts in LIB manufacturing that are leading to improved energy density and reduced cost of the batteries [3] will soon bring a large penetration of the LIB technology in these kinds of vehicles also.
Generally, an LIB pack configuration is fixed and is chosen by EV manufacturers at design time. As the performance of a battery is limited by the weakest cell, the entire battery pack must be replaced when that cell reaches its end-of-life (EOL) point. To enhance the configuration flexibility of an LIB pack and to extend its lifetime, the idea of adopting reconfigurable battery packs has gained attention in recent years. In [4] the authors propose an LIB maintenance service based on a refitting procedure. The refitting procedure consists of replacing the most degraded cells with new ones, without replacing Table 1 . Performance data of typical test system [7] . Some works found in the literature carry out specific studies on LIB by using low-cost test equipment composed by the assembly of common lab instrumentations and a Personal Computer that controls all of them by means of a specific software. The authors use an experimental setup to test a 8 Ah-24 V battery pack in [11] . However, such an interesting solution is not directly applicable to the test of a typical battery pack used in E-scooters [8, 12] , because of the intrinsic power limits of the lab instrumentation employed. To overcome these power limits, an electronic load and a charger with improved power range are used to characterize a single Li-ion cell with higher capacity, 25 Ah and 40 Ah, respectively in [10] and [13] .
Parameter
However, this kind of equipment is often controlled by means of proprietary-software packages, with which the test operations are managed, or by commercial software suites that allow the user to create a specific and customized application to control the test operations. This proprietary software is usually licensed to the end user under clauses that limit the user freedom and strictly fix how the software can be used. As an example, the application software package BPChecker2000 limits the user to use it only with a specifically owned lab instrumentation [11] , being the modification and the redistribution of the code to third-parties denied [14] . The National Instruments LabView software suite development platforms adopted in [10] and [13] allow the user to modify the source code of the LabVIEW application software or to realize a new one after the purchase of a temporary license [15] .
Instead, Open-Source-Software (OSS) packages are usually licensed to guarantee four essential freedoms to the end user [16, 17] : the freedom to run the program for any purpose; the freedom to study how the program works; the freedom to redistribute copies of the software; the freedom to improve the program and freely release the improvements to the community. Usually, an OSS license requires that the modified copies have to be protected by the same license of the original release, in order to propagate the OSS benefits to the user community and to avoid the possibility that an OSS would become proprietary [18] . An empirical research work [19] shows that OSS approach fosters improved creativity, since the user community can modify the source code and adapt it to further purposes. Moreover, the large number of users that become testers accelerates the process of defect finding and fixing.
For the above reasons, we developed a low-cost, open-source test equipment able to characterize the cells composing a battery pack. The hardware architecture proposed in this work consists of common low-cost programmable instruments managed by an application software, as in other works. However, our innovative contribution consists of a control application software based on the open-source Python language that runs on a Raspberry Pi instead of a PC. The Raspberry Pi board represents the basic building block of the new hardware architecture proposed in this paper and is an appealing low-cost alternative to a personal computer.
The rest of the paper is organized as follows: Section 2 describes the instrument specification and the hardware and software frameworks, Section 3 describes the experimental results that first show the timing reliability and the achieved voltage and current measurement accuracy of the platform. Then, an example of how the platform can be used to characterize a single Li-ion cell is shown. In particular, the SoH analysis of a second-hand LIB pack is performed. Finally, Section 4 draws the conclusions and possible future works.
Materials and Methods

Instrument Specification
A cell station tester able to characterize a single cell of an LIB for medium-power mobility applications such as E-scooter, E-bike and E-forklift should be characterized by the parameters shown in Table 2 . The maximum cell input voltage applicable to the instrument should be at least 4.5 V, in order to be compatible to all the different lithium-ion cell chemistries [1] . Furthermore, even if the cell capacity in medium-power LIB varies from manufacturer to manufacturer and from application to application, a reasonable choice is to tailor the instrument to battery packs with cells the nominal capacity of which ranges from 10 Ah [20] to 60 Ah [21] . Finally, the order of magnitude of the discharging and charging currents that the instrument should sustain is 100 A and 50 A, respectively, according to the typical discharge and recharge maximum current rates of the applications. The above-mentioned values are the design parameters of the proposed tester. Figure 1 shows the hardware framework of the proposed Cell Station Tester (CST). The overall system consists of two low-cost and programmable lab instruments, i.e., an electronic load and a charger (Force Block), a Data Acquisition device (Measure Block) and a Single Board Computer (SBC) that controls the system (Control Block). The electronic load LD400P and the charger QPX1200SP constitute the "force block" of the system. These two low-cost lab devices support charging and discharging currents comparable to the values reported in Table 2 . They are programmable devices, so the user can decide how to discharge or charge the Cell Under Test (CUT), by defining the current magnitude and dropout voltages with specific commands. However, these instruments are characterized by power limits. In particular, the electronic load sustains a continuous maximum power of 400 W and the charger provides a continuous maximum power of 1200 W. Therefore, the user is asked to define the appropriate programming command parameters in each experiment, according to the power curves of each lab device, as shown in Figure 2 .
Generally, the force block units work in two different modes. First, the units are set in Constant Current (CC) mode and force a constant current to the CUT. The current flowing in the CUT produces a terminals voltage increment or decrement according to the kind of test carried out. This operating mode is maintained until the CUT terminal voltage reaches the dropout voltage value. At this point, the lab units enter in Constant Voltage (CV) mode and fixes the voltage at the CUT terminals. Then, the current flowing in the CUT gradually decreases and the test finishes when the current value falls under a given threshold. However, fully customized test procedures can be carried out, as it will be shown afterword.
The two lab units are connected to the CUT through two separate paths. The first is a "force path" that sustains the high currents flowing in the cell and it is composed by 6AWG power line cables and two power relays LEV100A4ANG. In particular, the relays withstand a maximum continuous current of 100 A and a maximum open contact voltage of 900 V. The second is a "sense path" that starts from the rear panel of the two lab units and directly contacts the CUT terminals, to implement a 4-wire voltage measurement. In this way, the voltage drops over the cables and the The electronic load LD400P and the charger QPX1200SP constitute the "force block" of the system. These two low-cost lab devices support charging and discharging currents comparable to the values reported in Table 2 . They are programmable devices, so the user can decide how to discharge or charge the Cell Under Test (CUT), by defining the current magnitude and dropout voltages with specific commands. However, these instruments are characterized by power limits. In particular, the electronic load sustains a continuous maximum power of 400 W and the charger provides a continuous maximum power of 1200 W. Therefore, the user is asked to define the appropriate programming command parameters in each experiment, according to the power curves of each lab device, as shown in Figure 2 .
The two lab units are connected to the CUT through two separate paths. The first is a "force path" that sustains the high currents flowing in the cell and it is composed by 6AWG power line cables and two power relays LEV100A4ANG. In particular, the relays withstand a maximum continuous current of 100 A and a maximum open contact voltage of 900 V. The second is a "sense path" that starts from the rear panel of the two lab units and directly contacts the CUT terminals, to implement a 4-wire voltage measurement. In this way, the voltage drops over the cables and the contact resistances of the power path do not impair the cell voltage measurement. The two lab units also make available the voltage values internally measured, but we considered the resolution provided by the electronic load insufficient for a reliable characterization of a battery cell.
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Therefore, we decided to add to the platform a dedicated acquisition device, the programmable DAQ Picolog ADC-24. Picolog represents the main unit of the "measure block". The DAQ constantly acquires the CUT terminal voltage, the current flowing in the force path through a high precision shunt resistor, and the temperature of the CUT by means of a LM35 sensor attached to the cell case that yields a 0.5 °C degree accuracy. In particular, the 4-wire high precision shunt resistor has 100 A/100 mV sensitivity, ±0.25% resistance accuracy and 15 ppm/°C temperature sensitivity. Thanks to the presence of some GPIO pins, the Picolog ADC-24 can set and read the state of the two power contactors on the force path. Should the read and set states of the relays not match, a sign of relay fault, the test execution would be safely aborted. A custom Printed Circuit Board (PCB) was designed by means of the open-source electronic design automation environment KiCAD [22] to successfully insert the Picolog ADC-24 in the CST framework. First, the PCB extends the power capability of the GPIO pins to control the power contactors through a 12 V external power supply and a digital control circuit. Second, the cell's terminal voltage is reduced by a voltage divider to adapt it to the input range of the Picolog ADC-24 analog channel. Finally, the PCB allows the Picolog ADC-24 to read the state of the contactors and to send it to the control unit. As above-mentioned, the test execution can be aborted if the state of the contactors does not match with its expected setting.
Finally, the "control block" properly manages the units of the CST according to the test phase to be executed. The hardware framework explained so far is akin to a basic Li-ion cell experimental characterization equipment [10, 23] , except for the control unit. The control unit consists of a Personal Computer in all the testers described in the above-cited literature. The PC Operating System (OS) goal is to make the computer easy to use, by providing services to the user. For instance, a Graphical User Interface (GUI), a multiple user program execution, I/O operations, file-system manipulation, network and inter-process communication are services typically provided by the OS. The application software that controls the test thus allows the operator to customize the test protocol according to the different Li-ion technologies, to follow the test progresses over a GUI and to process the log-file generated during the test phases by means of the preferred software application.
However, a new concept of computers has recently emerged, as indicated in [24] . This new concept is known as Single Board Computer (SBC). An SBC is smaller and cheaper than a classic computer. The cost and dimension of an SBC are comparable to a Micro Controller based evaluation board, but the support of an OS, the presence of USB, Ethernet and HDMI peripherals and the rather good computational power make SBCs appealing in many applications. One of the most popular SBC devices is the Raspberry Pi [25] . Indeed, it is used in many research works, as in a distributed system for pollution monitoring on a smart city [24] , in image processing [26, 27] and educational [28] fields.
For these reasons, we decided to use a Raspberry Pi 3 model B as the control unit of our tester. It supports the Raspbian open OS, in which the user application controlling the entire tester runs. The Therefore, we decided to add to the platform a dedicated acquisition device, the programmable DAQ Picolog ADC-24. Picolog represents the main unit of the "measure block". The DAQ constantly acquires the CUT terminal voltage, the current flowing in the force path through a high precision shunt resistor, and the temperature of the CUT by means of a LM35 sensor attached to the cell case that yields a 0.5 • C degree accuracy. In particular, the 4-wire high precision shunt resistor has 100 A/100 mV sensitivity, ±0.25% resistance accuracy and 15 ppm/ • C temperature sensitivity. Thanks to the presence of some GPIO pins, the Picolog ADC-24 can set and read the state of the two power contactors on the force path. Should the read and set states of the relays not match, a sign of relay fault, the test execution would be safely aborted.
A custom Printed Circuit Board (PCB) was designed by means of the open-source electronic design automation environment KiCAD [22] to successfully insert the Picolog ADC-24 in the CST framework. First, the PCB extends the power capability of the GPIO pins to control the power contactors through a 12 V external power supply and a digital control circuit. Second, the cell's terminal voltage is reduced by a voltage divider to adapt it to the input range of the Picolog ADC-24 analog channel. Finally, the PCB allows the Picolog ADC-24 to read the state of the contactors and to send it to the control unit. As above-mentioned, the test execution can be aborted if the state of the contactors does not match with its expected setting.
Finally, the "control block" properly manages the units of the CST according to the test phase to be executed. The hardware framework explained so far is akin to a basic Li-ion cell experimental characterization equipment [10, 23] , except for the control unit. The control unit consists of a Personal Computer in all the testers described in the above-cited literature. The PC Operating System (OS) goal is to make the computer easy to use, by providing services to the user. For instance, a Graphical User Interface (GUI), a multiple user program execution, I/O operations, file-system manipulation, network and inter-process communication are services typically provided by the OS. The application software that controls the test thus allows the operator to customize the test protocol according to the different Li-ion technologies, to follow the test progresses over a GUI and to process the log-file generated during the test phases by means of the preferred software application. However, a new concept of computers has recently emerged, as indicated in [24] . This new concept is known as Single Board Computer (SBC). An SBC is smaller and cheaper than a classic computer. The cost and dimension of an SBC are comparable to a Micro Controller based evaluation board, but the support of an OS, the presence of USB, Ethernet and HDMI peripherals and the rather good computational power make SBCs appealing in many applications. One of the most popular SBC devices is the Raspberry Pi [25] . Indeed, it is used in many research works, as in a distributed system for pollution monitoring on a smart city [24] , in image processing [26, 27] and educational [28] fields.
For these reasons, we decided to use a Raspberry Pi 3 model B as the control unit of our tester. It supports the Raspbian open OS, in which the user application controlling the entire tester runs. The features of the developed user application will be explained in the next sub-section. An appropriate USB-driver was installed on the Raspbian OS to manage the Picolog ADC-24, whereas a LAN network infrastructure was set to control the LD400P and QPX1200SP. The LAN framework consists of a star architecture where the peripheral nodes are the Raspberry PI, LD400P and QPX1200SP and the central node is a Netgear GS605v5 ethernet switch. Figure 3 shows that the user application is a multi-process program: one is written in Python language and the other is written in C/C++. Python is developed under an OSI (Open Source Initiative) approved open-source license [29] , and it is particularly suitable to develop software applications on a Raspberry Pi board [28] . Therefore, it fits particularly well to our development scope.
Software Framework
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The Python process sends specific commands to the programmable "force-block" units and the secondary C/C++ process to control the entire environment, according to the server/client paradigm. Here, the Raspberry Pi represents the host client, while the Electronic load, the charger and the The Python process is the main software process of the application. It controls the lab instrumentation (i.e., load, charger and DAQ) according to the commands defined by the operator in the "Step-file", manages the system safety, controls the execution of the test phases and saves the data acquired from the electronic load or the charger in a log-file. Instead, the secondary C/C++ process allows the Python one to control the data acquisition device by means of a specific Application Programming Interface (API) released by PicoTech, which produces actions on the Picolog device by using the USB interface. Moreover, the C/C++ process creates a file that logs the Picolog acquired data with a specific and independent acquisition rate.
The Python process sends specific commands to the programmable "force-block" units and the secondary C/C++ process to control the entire environment, according to the server/client paradigm. Here, the Raspberry Pi represents the host client, while the Electronic load, the charger and the secondary process are the host servers. The host client sends the requests to the host servers, and the host servers respond with valid data or with an error flag. In the last case, the Python process enters the error state and aborts the test execution.
It is important to point out the relationship between the system clock and the sampling times used by the Picolog device and the Raspberry Pi, which are different to each other. Let us define the acquisition sampling time as the time that elapses between two consecutive data acquired by the Picolog, and control sampling time the time that elapses between two data internally acquired by the electronic load and the charger. The acquisition sampling time is fixed at 0.5 s in the actual release of the software application and is referred to the Picolog internal clock. The control sampling time can be set from 0.5 s to 2 s by the operator and is referred to the Raspberry Pi internal clock. The latter is also the rate with which the Python process executes periodic tasks. A separate acquisition and control rate may be a useful feature when the application requires different control and acquisition sampling times. For example, a high control sampling time would be useful when the cell status needs to frequently be checked for safety reasons, while the data would be acquired at a lower rate to reduce the dimension of the test data.
After the explanation of how the inter-process communication and lab instrument management are done and before showing the main process actions, it is worth to explain how the user customizes the tests according to the Li-ion technology of the cells to be characterized and the desired test protocol. The operator describes the test protocol to be executed in a specific text file named "Step-file". This file adopts a structure very similar to that used in [30] . The file consists of lines of comments or commands. Comments are preceded by the character # and are ignored during the Python process execution. Besides, command lines produce actions controlling the lab instrumentation. Figure 4 shows an instance of a "
Step-file". Here, the structure of the command lines is discussed. Each record contains seven fields that are used to define a single step-test operation:
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Operation type that assumes the values: charge, discharge or measure, to define a charging, a discharging or a rest phase;
• log enable that assumes 0 or 1 to disable or enable the log of any available quantity during the test; • control sampling time in seconds (from 0.5 s to 2 s);
• test length in seconds, where -1 value means that the elapsed time will not be considered to stop the actual step; • constant current amplitude in ampere, with which the cell under test is charged or discharged; • dropout voltage value at which the CV mode of the lab instruments starts;
• stop current amplitude that defines the threshold value under which the CV mode is ended. Therefore, a fully customizable test process can be described and executed by listing the proper sequence of commands, each one with the appropriate parameters. For example, a pure CC test is programmed by posing the stop current amplitude equal to the constant current amplitude. In any case, any action or experiment performed on the CUT must maintain the cell inside its Safe Operating Area (SOA) to avoid the occurrence of critical or dangerous issues [31] . The SOA is defined in term of voltage, current and temperature. The first and the second can be set by means of the dropout voltage and constant current amplitude in the command lines of the Step-test file, whereas the last one is stored in another configuration file. The configuration file is the "picologinfo.txt" in which the map of the analog and digital pins of the Picolog ADC-24, the sensitivity of the temperature sensor, the conversion information about the ADC-channels, as well as the allowed temperature range of the CUT are specified. Should the measured data exceed the SOA, the test is immediately interrupted, and a safe state is reached.
The Python process execution can be divided in three major phases: Initialization, Acquisition, and Termination, as described in the flowchart of Figure 5 . Operation type that assumes the values: charge, discharge or measure, to define a charging, a discharging or a rest phase;
• log enable that assumes 0 or 1 to disable or enable the log of any available quantity during the test; • control sampling time in seconds (from 0.5 s to 2 s); • test length in seconds, where -1 value means that the elapsed time will not be considered to stop the actual step; • constant current amplitude in ampere, with which the cell under test is charged or discharged; • dropout voltage value at which the CV mode of the lab instruments starts; • stop current amplitude that defines the threshold value under which the CV mode is ended.
Therefore, a fully customizable test process can be described and executed by listing the proper sequence of commands, each one with the appropriate parameters. For example, a pure CC test is programmed by posing the stop current amplitude equal to the constant current amplitude. In any case, any action or experiment performed on the CUT must maintain the cell inside its Safe Operating Area (SOA) to avoid the occurrence of critical or dangerous issues [31] . The SOA is defined in term of voltage, current and temperature. The first and the second can be set by means of the dropout voltage and constant current amplitude in the command lines of the Step-test file, whereas the last one is stored in another configuration file. The configuration file is the "picologinfo.txt" in which the map of the analog and digital pins of the Picolog ADC-24, the sensitivity of the temperature sensor, the conversion information about the ADC-channels, as well as the allowed temperature range of the CUT are specified. Should the measured data exceed the SOA, the test is immediately interrupted, and a safe state is reached.
The Python process execution can be divided in three major phases: Initialization, Acquisition, and Termination, as described in the flowchart of Figure 5 . In the Initialization phase, the process creates the socket interfaces with the LD400P and QPX1200SP, starts the C/C++ process and opens the inter-process socket interface, resets the lab instruments and brings them to a safe initial state, reads the step-file, holds the decoded commands in a software data structure and creates a Graphical User Interface (GUI). Finally, the Python process starts the Picolog ADC-24 sampling operations. The Acquisition phase represents the main phase of the test process. The test commands saved in the data structure are processed and transformed in actions on the CUT. Here, the Python process loads the parameters of the current command, properly configures the instrumentation and the state of the relays and starts a periodic task. This task is implemented using the "apscheduler" Python module. It periodically acquires the voltage and current measurements from the "force-block" units, together with the CUT temperature and the relay states from the Picolog each control sampling time. The voltage, current and temperature values are then verified to be inside the cell SOA limits. The task controls if the stop conditions due to either the elapsed time or the current threshold are met. If neither condition is satisfied, the task waits the next acquisition time (max 2 s in the present release), according to the control sampling time parameter value. If either one of the two stop conditions is recognized, the process closes the log-files created during the execution of the step and proceeds to the next command, if any. Otherwise, the process enters the Termination phase. Instead, the test procedure is immediately terminated if one of the voltage, current or temperature values exceed the SOA limits, to avoid any safety hazard.
During the Termination phase, the tester reaches a safe state and properly ends the test execution. For this purpose, both power contactors are switched off, the two instruments units are reset, and the Picolog ADC-24 sampling is ended. Then, all the communication socket interfaces are closed, and finally, both the software processes terminate their execution. In any case, if the Python process terminates because of a hardware or software error or the onset of a SOA exceeded alert, an error message identified by a code is shown on the Raspian OS LXTerminal which will be described in the next subsection. • The command line is read • Common lab instruments are set
• Common lab instruments are resetted • C/C++ process is terminated • All socket interfaces are closed
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Picolog In the Initialization phase, the process creates the socket interfaces with the LD400P and QPX1200SP, starts the C/C++ process and opens the inter-process socket interface, resets the lab instruments and brings them to a safe initial state, reads the step-file, holds the decoded commands in a software data structure and creates a Graphical User Interface (GUI). Finally, the Python process starts the Picolog ADC-24 sampling operations.
The Acquisition phase represents the main phase of the test process. The test commands saved in the data structure are processed and transformed in actions on the CUT. Here, the Python process loads the parameters of the current command, properly configures the instrumentation and the state of the relays and starts a periodic task. This task is implemented using the "apscheduler" Python module. It periodically acquires the voltage and current measurements from the "force-block" units, together with the CUT temperature and the relay states from the Picolog each control sampling time. The voltage, current and temperature values are then verified to be inside the cell SOA limits. The task controls if the stop conditions due to either the elapsed time or the current threshold are met. If neither condition is satisfied, the task waits the next acquisition time (max 2 s in the present release), according to the control sampling time parameter value. If either one of the two stop conditions is recognized, the process closes the log-files created during the execution of the step and proceeds to the next command, if any. Otherwise, the process enters the Termination phase. Instead, the test procedure is immediately During the Termination phase, the tester reaches a safe state and properly ends the test execution. For this purpose, both power contactors are switched off, the two instruments units are reset, and the Picolog ADC-24 sampling is ended. Then, all the communication socket interfaces are closed, and finally, both the software processes terminate their execution. In any case, if the Python process terminates because of a hardware or software error or the onset of a SOA exceeded alert, an error message identified by a code is shown on the Raspian OS LXTerminal which will be described in the next subsection.
Graphical User Interface
The interaction between the user and the application is managed by an appropriate GUI.
Several windows are open on the GUI during the tests to show information and to acquire the user actions. First, an LXTerminal is opened when the software starts. LXTerminal is a terminal emulator component inside Lightweight X11 Desktop Environment (LXDE), which is an open-source desktop environment for Unix-like system. The LXTerminal window informs the user on the software application status and requires the user to carry out some actions when needed, as shown in Figure 6 . Any time the path to a file is required (e.g., the Step-file that describes the test sequence, the log-file where the data coming from the DAQ are stored, or the log-file where the data coming from the charger and load devices are stored), the software application opens an appropriate window.
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If an error occurs durign the test execution, the software application enters in the termination phase, turns in red both the light indicators, and shows on the LXTerminal console the code of the error that triggered the abnormal test termination. If all the steps of the test are executed without errors, the program terminates normally, by switching to red the "running?" light only and showing a positive conclusion message on the LXTerminal console. Finally, it is worth to mention that all the windows beside the LXTerminal console are designed using the "Tkinter" Python module. 
Cell Station Tester Validation Results
This section shows the results obtained from the experiments carried out on the proposed CST to validate its functionality. The validation of the experimental setup shown in Figure 8 was divided in three parts. First, we analyzed the repeatability of the control sampling time to characterize the time reliability of the system, as Raspbian is not a real-time operating system. Second, we calculated the CST voltage and current measurement accuracy, in order to demonstrate the functionality of the tester and to evaluate its performance. Then, we performed a characterization experiment on a second-hand battery pack used in an electric scooter to extract the SoH of the cells for a possible battery pack refitting. 
Cell Station Tester validation results
This section shows the results obtained from the experiments carried out on the proposed CST to validate its functionality. The validation of the experimental setup shown in Figure 8 was divided in three parts. First, we analyzed the repeatability of the control sampling time to characterize the time reliability of the system, as Raspbian is not a real-time operating system. Second, we calculated the CST voltage and current measurement accuracy, in order to demonstrate the functionality of the tester and to evaluate its performance. Then, we performed a characterization experiment on a second-hand battery pack used in an electric scooter to extract the SoH of the cells for a possible battery pack refitting. The pack was composed by twenty prismatic CALB CA40 LiFePO4 cells. Each cell has a nominal capacity of 40 Ah, 2.5 V and 3.65 V cut-off voltages, a charging and discharging maximum temperature of 45 °C and 55 °C and a maximum charging and discharging current of 40 A and 80 A, respectively. The aim of this last experiment is just to show a simple example of test that our open-source cell tester can carry out. More complex experiments, such as Pulse Current Tests (PCT) used to extract the relationship between Open Circuit Voltage (OCV) and State of Charge (SoC), could easily be performed by customizing the Step-test file. 
Timing reliability
The first test aim is the evaluation of the time reliability of the periodic acquisition phase. The duration of each occurrence of the periodic task was measured with the Python-module function perf_counter(), which returns the system clock of the Raspberry Pi any time the function is called. The function was called at the beginning of the task, so that the difference between two consecutive values gives the exact task duration. The test consists of five charging and five discharging steps, in which 
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The first test aim is the evaluation of the time reliability of the periodic acquisition phase. The duration of each occurrence of the periodic task was measured with the Python-module function perf_counter(), which returns the system clock of the Raspberry Pi any time the function is called. The function was called at the beginning of the task, so that the difference between two consecutive values gives the exact task duration. The test consists of five charging and five discharging steps, in which the charger and the electronic load are used, respectively. The test length and the control sampling time of each step are set to 3600 s and 0.5 s, respectively. Figure 9a ,b shows the distributions of the control sampling time as measured during the discharge and charge experiments, respectively. The sampling time is not constant, as Raspbian is not a real-time OS and it does not guarantee the exact periodicity of a given task, which is scheduled together with other background processes. However, the values are strongly distributed around an average duration of 500 ms, as set in the Step-test file, with two tiny side lobes. Furthermore, the experiment demonstrates that the variability of the control sampling time does not depend on the kind of instrument used (i.e., charger or electronic load). Indeed, the distributions obtained are rather uniform from step to step and a longer interval is balanced on average by a shorter one. The lobes do not exceed 1 ms from the mean value.
Electronics 2018, 7, x FOR PEER REVIEW 11 of 18 experiment demonstrates that the variability of the control sampling time does not depend on the kind of instrument used (i.e., charger or electronic load). Indeed, the distributions obtained are rather uniform from step to step and a longer interval is balanced on average by a shorter one. The lobes do not exceed 1 ms from the mean value.
(a) (b) Figure 9 . Control sampling time rate distributions during (a) discharging and (b) charging phases.
Voltage and current measurement accuracy
According to the definition of accuracy in ISO-5725-1, we extracted the terms "trueness" and "precision" for both voltage and current measurements. Trueness is the distance between the mean value of a large number of measurement results and the reference value to be measured. Precision represents the deviation of the large number of measurement results around its mean value.
To extract the precision and trueness of our CST, at least in one given point, we measured a fixed voltage 600 times, with a 0.5 s sampling time, at room temperature. The voltage source was a completely relaxed CA40 cell. This source can reasonably be considered reliable and stable, at least during the measurement time, so that the uncertainties can be ascribed to the CST only. The probability density function (pdf) of the results was then evaluated. The standard deviation σ of the pdf distribution defines the measurement precision according to equation (1) .
Precision = 6σ
(1)
Instead, the mean value of the pdf gives the averaged result, from which the trueness of the instrument can be calculated, provided that a more accurate measurement of the same source is available for comparison. An Agilent 34401A digital meter was used as reference instrument, so that 
Voltage and Current Measurement Accuracy
Instead, the mean value of the pdf gives the averaged result, from which the trueness of the instrument can be calculated, provided that a more accurate measurement of the same source is available for comparison. An Agilent 34401A digital meter was used as reference instrument, so that it was connected to the same voltage source to simultaneously carry out the same set of measurements. The Agilent meter averaged output was finally compared to the mean value measured by the CST. Figure 10 shows the pdfs of the 600 voltage measurements with a bin dimension of 1 µV, carried out by the CST and Agilent meter, respectively. The shape of both pdfs resembles very well a Gaussian one. The red lines represent the Gaussian fitting of the distributions, from which the standard deviation and mean values are extracted. First of all, it should be noted that the precision (standard deviation) of the instrument we chose as reference (Agilent meter) is one order of magnitude better than the CST, so it can be considered as a good reference. Then, the precision achieved by the CST is 6σ = 8.94 × 10 −5 V, a rather good value, fully suitable to Li-ion cell characterization. Finally, the CST measured voltage value is 3.303 V, to be compared to the reference value of 3.295 V, for a difference of only 8 mV (i.e., 0.24%). Then, a Keithley 2460 sourcemeter was programmed to generate ten voltage values between 0 and 4.5 V with 0.5 V steps and was connected to the input voltage channel of both the reference instrument (Agilent meter) and the CST, in order to characterize the CST trueness on the entire input range. As the sourcemeter precision in generating a fixed voltage is comparable to the CST precision in measuring it, the experiment was carried out to evaluate the trueness only. The voltage value generated by the sourcemeter was simultaneously sampled 600 times with a 0.5 s sampling. Finally, the mean values of the readings coming from the two instruments were calculated for each input step and compared to each other, to evaluate the CST trueness errors on the full input scale. Let us define VCSTi the mean value measured by the CST and VREFi the reference value measured by the Agilent meter for each i-th step. The voltage absolute error EVi is the difference between the two values and is expressed by (2) for each step.
Let us also calculate the linear regression best fit ΕV(VREF) of the error values, as expressed in (3), which is characterized by an offset OffV and a gain GV. Then, a Keithley 2460 sourcemeter was programmed to generate ten voltage values between 0 and 4.5 V with 0.5 V steps and was connected to the input voltage channel of both the reference instrument (Agilent meter) and the CST, in order to characterize the CST trueness on the entire input range. As the sourcemeter precision in generating a fixed voltage is comparable to the CST precision in measuring it, the experiment was carried out to evaluate the trueness only. The voltage value generated by the sourcemeter was simultaneously sampled 600 times with a 0.5 s sampling. Finally, the mean values of the readings coming from the two instruments were calculated for each input step and compared to each other, to evaluate the CST trueness errors on the full input scale. Let us define V CSTi the mean value measured by the CST and V REFi the reference value measured by the Agilent meter for each i-th step. The voltage absolute error E Vi is the difference between the two values and is expressed by (2) for each step.
Let us also calculate the linear regression best fit E V (V REF ) of the error values, as expressed in (3), which is characterized by an offset Off V and a gain G V . Figure 11 shows the linear regression fit of the E Vi points. It is noticeable that the introduced error has an offset of about 2.15 × 10 −5 V and a gain of about 2.08 × 10 −3 .
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The same procedure that allowed us to determine the precision and trueness of the CST voltage measurements was repeated for the current input channel. The first experiment was carried out by shorting the current input terminals, to measure a zero-current value, and thus to determine the CST offset. Other 600 experimental points were collected, from the Gaussian fitting of which the CST precision is derived, as shown in Figure 12a , where the pdf with a bin size of 0.15 mA is reported. The precision value results to be 6σ = 8.64 × 10 −3 A. Instead, the current mean value is -3.158 mA, that is the offset value introduced by the CST when the input current is zero. As the CST measures the current as a voltage drop over a 1 m shunt resistor, the shunt resistor was removed from the current inputs and the sourcemeter was used to generate fourteen voltage values between −80 mV to 50 mV with 10 mV steps. This configuration emulates a current ranging from −80 A to 50 A. The same procedure described above to evaluate the voltage trueness was repeated for the current. The mean values of the readings coming from the two instruments ICSTi and IREFi for each i-th step were evaluated and compared. The current absolute error EIi is the difference between the two values expressed by equation (4), whereas the linear regression function is described in (5), where OffI and GI are the offset and gain parameters of the function. Figure 12b shows the linear regression fit of the EIi points. It is worth noting that the introduced error has an offset of about −1.387 × 10 −3 A and a gain of about 7.54 × 10 −4 .
Finally, Table 3 The same procedure that allowed us to determine the precision and trueness of the CST voltage measurements was repeated for the current input channel. The first experiment was carried out by shorting the current input terminals, to measure a zero-current value, and thus to determine the CST offset. Other 600 experimental points were collected, from the Gaussian fitting of which the CST precision is derived, as shown in Figure 12a , where the pdf with a bin size of 0.15 mA is reported. The precision value results to be 6σ = 8.64 × 10 −3 A. Instead, the current mean value is −3.158 mA, that is the offset value introduced by the CST when the input current is zero.
As the CST measures the current as a voltage drop over a 1 mΩ shunt resistor, the shunt resistor was removed from the current inputs and the sourcemeter was used to generate fourteen voltage values between −80 mV to 50 mV with 10 mV steps. This configuration emulates a current ranging from −80 A to 50 A. The same procedure described above to evaluate the voltage trueness was repeated for the current. The mean values of the readings coming from the two instruments I CSTi and I REFi for each i-th step were evaluated and compared. The current absolute error E Ii is the difference between the two values expressed by equation (4), whereas the linear regression function is described in (5), where Off I and G I are the offset and gain parameters of the function. Figure 12b shows the linear regression fit of the E Ii points. It is worth noting that the introduced error has an offset of about −1.387 × 10 −3 A and a gain of about 7.54 × 10 −4 .
Finally, Table 3 summarizes the CST characteristics by reporting the maximum values of the precision and the trueness achieved in the input voltage and current ranges. If we compare the precision and trueness values with the voltage and current dynamic ranges supported by the proposed CST, we end up with very satisfactory results, suited to the characterization of Li-ion cells. The observation of the experimental results suggests that the trueness error is mainly due to a gain error. Therefore, an appropriate calibration procedure that corrects the gain error would make it possible to further reduce the absolute error and improve the accuracy of the tester. The calibration procedure is enclosed as Supplemental Material of the paper. 
SoH measurements of a used battery pack
Let us now detail the experiment that shows, as a simple example, how the CST described in this paper was used to measure the SoH of the cells belonging to an E-scooter second-hand battery pack. First, let us illustrate the test protocol adopted to calculate the deliverable capacity of a brand-new CA40 cell. Figure 13 shows the Step-file described in Section II that implements the test sequence, which consists in a full charge and discharge cycle. The sequence is constituted of three different phases:
• a charging phase, where the cell is fully charged with a 20 A current;
• a discharging phase, where the cell is completely discharged with a 40 A current;
• a charging phase, where the cell is returned to the full-charge state with a current of 20 A. 
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• a charging phase, where the cell is fully charged with a 20 A current; • a discharging phase, where the cell is completely discharged with a 40 A current; • a charging phase, where the cell is returned to the full-charge state with a current of 20 A.
CA40 cell. Figure 13 shows the Step-file described in Section II that implements the test sequence, which consists in a full charge and discharge cycle. The sequence is constituted of three different phases:
• a charging phase, where the cell is returned to the full-charge state with a current of 20 A. Figure 13 . The test sequence adopted to measure the available charge in a cell, as described in the
Step-file controlling the CST.
The first and last steps were only used to bring the cell to a known initial state, whereas the second step was used to calculate the capacity of the CUT. The total cell capacity was calculated by integrating the discharging current during the test (i.e., Coulomb counting). The lower and upper Figure 13 . The test sequence adopted to measure the available charge in a cell, as described in the
The first and last steps were only used to bring the cell to a known initial state, whereas the second step was used to calculate the capacity of the CUT. The total cell capacity was calculated by integrating the discharging current during the test (i.e., Coulomb counting). The lower and upper cut-off voltages and the end-current threshold were set to 2.8 V, 3.65 V and 10 mA, respectively. The sampling time was fixed to 0.5 s. Figure 14 shows the cell voltage and current during the three phases, as measured by the CST. Each step ends when the cell voltage reaches the upper or lower cut-off value and the current falls under the established threshold. The available CUT charge, as measured by the CST, results to be 37.012 Ah. This value is lower than the manufacturer rated one. However, the test by which the cell manufacturer measures the nominal capacity of a new cell is slightly different than the test adopted here [32] , so finding a difference is reasonable. In fact, we used a higher discharging current to reduce the test duration and a higher low cut-off voltage to satisfy the safety indication of the cell manufacturer [32] . Both the higher current and cut-off voltage produce the effect of reducing the deliverable capacity of the cell because of the Peukert's law [33] and the more limited cell voltage dynamics. cut-off voltages and the end-current threshold were set to 2.8 V, 3.65 V and 10 mA, respectively. The sampling time was fixed to 0.5 s. Figure 14 shows the cell voltage and current during the three phases, as measured by the CST. Each step ends when the cell voltage reaches the upper or lower cut-off value and the current falls under the established threshold. The available CUT charge, as measured by the CST, results to be 37.012 Ah. This value is lower than the manufacturer rated one. However, the test by which the cell manufacturer measures the nominal capacity of a new cell is slightly different than the test adopted here [32] , so finding a difference is reasonable. In fact, we used a higher discharging current to reduce the test duration and a higher low cut-off voltage to satisfy the safety indication of the cell manufacturer [32] . Both the higher current and cut-off voltage produce the effect of reducing the deliverable capacity of the cell because of the Peukert's law [33] and the more limited cell voltage dynamics. The same test procedure was then applied to extract the deliverable capacity of twenty CALB CA40 cells coming from a second-hand LIB pack used in an E-scooter. Bearing in mind the reference value measured on the brand-new cell, we finally measured the SoH of each cell according to Equation (6).
=
Residual Capacity of second − hand cell Capacity of new cell • 100 (6) Figure 15 shows a bar plot where each column represents the SoH of each cell of the battery pack. It is worth noting that the health degradation was not the same for each cell of the pack. This result can be ascribed to cell-to-cell variations in term of internal resistance, different working temperatures inside the pack, and other mismatch factors that are characteristic of the manufacturing process and pack configuration [34] . Nevertheless, the results show that most of the cells are around 90% of SoH. Instead, the cell number 8 reaches 80% of SoH, approaching the end-of-life point usually The same test procedure was then applied to extract the deliverable capacity of twenty CALB CA40 cells coming from a second-hand LIB pack used in an E-scooter. Bearing in mind the reference value measured on the brand-new cell, we finally measured the SoH of each cell according to Equation (6).
SoH =
Residual Capacity of sec ond − hand cell Capacity of new cell ·100 (6) Figure 15 shows a bar plot where each column represents the SoH of each cell of the battery pack. It is worth noting that the health degradation was not the same for each cell of the pack. This result can be ascribed to cell-to-cell variations in term of internal resistance, different working temperatures inside the pack, and other mismatch factors that are characteristic of the manufacturing process and pack configuration [34] . Nevertheless, the results show that most of the cells are around 90% of SoH. Instead, the cell number 8 reaches 80% of SoH, approaching the end-of-life point usually considered for mobility applications. The characterization test suggests the substitution of this weak cell with another one to prolong the use of the battery pack. 
Discussion and conclusions
The experimental results described in the above Section demonstrate that the proposed CST is capable of characterizing Li-ion cells with reliable sampling timing rate and good current and voltage measurement accuracy. A simple example (SoH determination) of how the developed tester can be used was also described. In particular, the SoH measurement results showed the capability of our CST to evaluate the degradation of each cell within a battery pack used in E-scooter application. As the cells were not aged at the same rate, the CST was useful to identify the most degraded cells of the battery pack during a maintenance service event. However, other more complex test protocols, for instance, PCT tests, could easily be programmed and performed. Indeed, the flexibility of the tester allows an operator to customize the test to any kind of Li-ion cell, according to the chemistry used and the manufacturer specifications.
Another valuable feature of the proposed tester is that the rate at which the test is controlled is different from the data acquisition rate. It is thus possible to control the test execution and the cell status at a rate different than the data collection rate. This feature could be useful for long tests at low discharge rates when the data acquisition time is large to avoid an excessive size of the log files but, at the same time, a high time resolution is needed to detect the exact time when a threshold is reached. This feature will fully be exploited in a future release of the application software.
Besides the advantages due to the use of common laboratory instruments, the tester proposed in this work introduces two valuable novelties, if compared to other works. The first is using the Python language to create the application-software that manages the programmable lab instruments. The seconds is the adoption of a Raspberry Pi board as main control unit in place of a PC. The Raspberry Pi 3 reduces the cost of the tester, without losing any features that a PC usually provides, for instance, a proper GUI, as well as communications and file system services.
Generally, the application software is designed using the LabVIEW graphical language running on a PC. In fact, many lab instruments are released with specific LabVIEW drivers for their integration. The software designer task is simplified, and the development time is reduced, but the use is permitted only after buying a proper license. Furthermore, the cost of the license can change according to the type of OS where the application is developed. Instead, Python is open and portable, 
Discussion and Conclusions
Generally, the application software is designed using the LabVIEW graphical language running on a PC. In fact, many lab instruments are released with specific LabVIEW drivers for their integration. The software designer task is simplified, and the development time is reduced, but the use is permitted only after buying a proper license. Furthermore, the cost of the license can change according to the type of OS where the application is developed. Instead, Python is open and portable, so the software developer can use it in different OS without any license restrictions, and it is also compatible with some SBC devices. On the other hand, Python is a text-based programming language, so the creation of a new Python application is more time-consuming with respect to using LabVIEW. However, the Python source code of the application can freely be shared in a public domain, fostering increased creativity in the user community that can modify and adapt the basic code to the individual purpose and accelerate bug finding and fixing.
The Python and C/C++ process codes have utilized the proprietary API functions to control the external instruments (i.e., the Picolog ADC-24, LD400P and QPX1200SP), in this software release. A software developer that wants to modify our source code and adapt it to different instrument units should replace the proprietary APIs used in the codes with new ones pertaining to the other set of instruments used. To simplify this process, we are working on a second release of the software. Here, we will add a driver infrastructure that uses appropriate "driver-files", where general purpose APIs are associated with the specific APIs for the instruments used. In this way, the developer is not forced to change all the APIs in the code of the application software, but instead, he will only change the "driver-file".
The source code of the current version of the CST software application, together with Supplemental Material, is released to the public domain in accordance with the open-access philosophy.
In conclusion, this work has shown the architecture and the experimental characterization of a low-cost tester for battery cells. It consists of common lab instruments connected together and managed by an open-source software application written in Python and running on a Raspberry Pi board. The tester has been experimentally characterized to derive its precision and accuracy that are suitable for Li-ion cell characterization. An application example of a cell screening test performed on an E-scooter used battery pack has been described. The example has shown the capability of the tester to easily determine the SoH of the cells and to suggest the appropriate maintenance procedure. However, the tester is flexible and can be programmed to perform more complex experiments.
