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Uvod
Zbog sˇiroke upotrebe PHP-a, programskog jezika namijenjenog primarno razvoju
dinamicˇnih internet stranica i aplikacija te rastuc´eg broja korisnika, u zajednici su
se pocˇela razvijati mnoga PHP okruzˇenja (frameworks). Svrha okruzˇenja je olaksˇati,
odnosno preskocˇiti kodiranje cˇestih i ponavljajuc´ih situacija u izradi svake web apli-
kacije te ubrzati njen razvoj. Jedno od najpopularnijih i modernijih PHP okruzˇenja
koje se u danasˇnjici isticˇe je Laravel — besplatno, open-source okruzˇenje zamiˇsljeno
za razvoj web aplikacija na temelju MVC (Model-View-Controller) paradigme.
Kroz prva dva poglavlja ovog rada, cilj je cˇitatelja upoznati s pojmom razvojnog
okruzˇenja te nastankom Laravela kao PHP razvojnog okruzˇenja. Osim toga, cilj je
naglasiti prednosti i mane razvojnih okruzˇenja te istaknuti svojstva koja isticˇu Laravel
nad ostalim PHP okruzˇenjima.
U nastavku rada detaljnije se opisuje pozadina izrade web aplikacije u Laravelu,
njegove znacˇajke te implementacija glavnih komponenti kroz modele, poglede i kon-
trolere, dijelove MVC paradigme. Opisan je proces instalacije i kreiranja novog pro-
jekta te je ukljucˇeno objasˇnjenje najvazˇnijih pojmova, usmjeravanje kroz web aplika-
ciju te implementacija baze podataka.
Na samom kraju opisana je aplikacija izradena kao primjer razvoja aplikacije u
ovom okruzˇenju. Medutim, koˆd aplikacije protezˇe se kroz cijeli rad, prikazan kroz
jednostavnije i slozˇenije primjere koriˇstenja Laravelovih komponenata i alata za izradu
aplikacije.
Konacˇni cilj ovog rada je pokusˇati cˇitatelju priblizˇiti Laravel i kroz prakticˇne
primjere demonstrirati nacˇin rada ovog okruzˇenja, sˇto c´e sve cˇitatelju mozˇda jednog
dana olaksˇati izradu kvalitetne web aplikacije.
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Razvojno okruzˇenje
1.1 Pojam
Software framework ili razvojno okruzˇenje (krac´e, okruzˇenje) je konkretna ili kon-
ceptualna platforma u kojoj se odabrani, cˇesti i ponavljajuc´i dijelovi koda opc´e funkci-
onalnosti mogu specijalizirati ili prenamijeniti od strane programera ili korisnika, tako
kreirajuc´i aplikacijski specificˇan softver. Sastavljeno od kodova, programa podrsˇke,
kompajlera, biblioteka i aplikacijskih programskih sucˇelja (Application programming
interface – API ), cˇini univerzalnu softversku okolinu cˇija je funkcionalnost i namjena
olaksˇati razvoj softverskih aplikacija, proizvoda i rjesˇenja.
Razvojno okruzˇenje odlikuju znacˇajna svojstva koja ga razlikuju od standardnih
biblioteka:
• zadano ponasˇanje: okruzˇenje se prije prilagodbe ponasˇa na nacˇin da odrazˇava
korisnikove radnje
• inverzija kontrole: tok kontrole programa kod razvojnog okruzˇenja nije od-
reden od strane korisnika vec´ od strane okruzˇenja
• moguc´nost prosˇirenja: kako bi pruzˇio specificˇnu funkcionalnost programer
mozˇe prosˇiriti razvojno okruzˇenje nadopunjujuc´i zadani kod sa specijaliziranim
kodom
• neizmjenjiv kod: korisnik mozˇe prosˇiriti, ali ne bi trebao mijenjati kod ra-
zvojnog okruzˇenja [27].
Razvojno okruzˇenje pruzˇa standardni nacˇin izgradnje i implementacije aplikacija,
no njegova svrha je pojednostaviti razvojnu okolinu, dopusˇtajuc´i programeru da se,
umjesto pisanja repetitivnih metoda i savladavanja sintakse jezika na kojem se ono
temelji, posveti zahtjevima samog projekta.
2
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1.2 Prednosti i mane
Eksponencijalnim razvojem tehnologije nastaje sve vec´a potreba za ubrzanim ra-
zvojem novih aplikacija i softvera te brojem razvojnih programera. Puno softverskog
koda je open-source – dostupan javnosti na uvid, koriˇstenje, izmjene i daljnje razvi-
janje. Osim toga, u programiranju se redovito koriste i boilerplate-i, odsjecˇci koda
koji se ucˇestalo pojavljuju na puno mjesta, u izvornom obliku ili uz minimalno pre-
pravaka. Razvoj je olaksˇan jer se uzimaju gotovi blokovi koda, umjesto da se sve
piˇse od pocˇetka. Takoder, koristi se automatsko ispravljanje gresˇaka kompajlerom te
napredni IDE-i (Integrated Development Enviroment), softverske aplikacije za razvoj
koje sadrzˇe programe za pronalazˇenje programskih pogresˇaka. Sve to dovodi nas do
zakljucˇka da se pazˇnja i kolicˇina znanja, s detaljnog poznavanja sintakse i savladava-
nja implementacije jezika, preusmjerava na znanje koriˇstenja razvojnih okruzˇenja te
poznavanje i pozivanje vec´ postojec´ih API-ja.
Zbog tog ubrzanog razvoja, cˇesto se od programera ocˇekuje najbrzˇe rjesˇenje, a
upravo je ideja razvojnog okruzˇenja da mu to omoguc´i. Zadaci koji bi se inacˇe
rjesˇavali satima sada se mogu izvrsˇiti za nekoliko minuta s unaprijed izgradenim
funkcijama. Najpopularnije strukture su besplatne, a uzevsˇi u obzir da razvojnom
programeru to uvelike ubrzava vrijeme programiranja, trosˇak za konacˇnog klijenta
zasigurno c´e biti manji. Osnovno nacˇelo razvojnih okruzˇenja je: ne treba ponovo
otkrivati toplu vodu. Kao primjer, okruzˇenje c´e programeru osloboditi 2 ili 3 dana
koje bi morao provesti stvarajuc´i obrazac za provjeru autenticˇnosti – zadatak koji
je uobicˇajen i nespecificˇan za aplikaciju, a vrijeme koje je usˇtedio programer mozˇe
posvetiti specificˇnijim komponentama.
Razmotrimo josˇ neke prednosti. Cˇesto kada razvojni tim krene izradivati softver,
zbog manjka vremena dogada se i manjak organizacije koda te dolazi do toga da
je samo taj tim u moguc´nosti odrzˇavati i nadogradivati aplikaciju s lakoc´om. S
druge strane, struktura koju razvojno okruzˇenje osigurava za aplikaciju omoguc´uje
svakom programeru, bilo da je sudjelovao u njezinom razvoju ili ne, sposobnost da
lako usvoji, nadogradi i odrzˇava aplikaciju kada god je to potrebno. Dakle, razvojno
okruzˇenje pruzˇa sigurnost razvijanja aplikacije koja c´e, zahvaljujuc´i tom okruzˇenju,
biti strukturirana i uskladena s poslovnim pravilima.
Sˇto je razvojno okruzˇenje viˇse rasprostranjeno, to je i zajednica njegovih koris-
nika vec´a. Opsezˇno koriˇsteno okruzˇenje na taj nacˇin cijelo vrijeme poboljˇsava svoje
sigurnosne implementacije, jer testna skupina u ovom slucˇaju nije nekolicina koris-
nika, vec´ cijela zajednica korisnika okruzˇenja, kojoj je isto tako cilj osigurati sˇto
bolju sigurnost za svoje aplikacije i podatke. Kao i drugi distribuirani alati, razvojno
okruzˇenje obicˇno ukljucˇuje dokumentaciju, grupu podrsˇke i online forum, na kojem
se od zajednice i samog razvojnog tima okruzˇenja mogu dobiti brzi odgovori. Na
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istim forumima korisnici mogu prijaviti sigurnosne nedostatke koji su uocˇeni, koje
tim zatim popravlja ili daje alternativna rjesˇenja. Na taj nacˇin korisnici pridonose
sigurnosti razvojnog okruzˇenja jer se ono cijelo vrijeme nadograduje i unaprjeduje,
sˇto rezultira cˇvrstim sigurnosnim implementacijama.
Razvojna okruzˇenja su u danasˇnjici glavni koncept razvoja objektno orijentiranih
softvera. Obec´avaju povec´anje produktivnosti, krac´e vrijeme razvoja i vec´u kvalitetu
aplikacija. Mnogo primjera pokazuju nam da se ti ciljevi mogu postic´i, ali mozˇemo
uvidjeti i neke mane.
Zbog slozˇenosti njihovih API-ja, namjeravano smanjenje ukupnog vremena ra-
zvoja ne mozˇe se postic´i jer dolazi do potrebe za dodatnim vremenom ucˇenja za
koriˇstenje razvojnog okruzˇenja. Vrijeme ulozˇeno za ucˇenje koriˇstenja razvojnog okru-
zˇenja isplativo je ukoliko c´e se to razvojno okruzˇenje opetovano koristiti u naknadnim
poslovnim zadacima. U suprotnom, to vrijeme mozˇe biti skuplje i duzˇe od vremena
za prenamjenu slicˇnog koda ili boilerplate-a s kakvim je projektni tim vec´ upoznat.
Isto vrijedi i za stadij nadogradnje aplikacije. Naime, programer koji bi trebao nado-
graditi aplikaciju to c´e napraviti s lakoc´om jedino ako je vec´ upoznat s tim razvojnim
okruzˇenjem, inacˇe c´e osim vremena za upoznavanje s aplikacijom potrosˇiti i vrijeme
za upoznavanje s razvojnim okruzˇenjem. Nadalje, jasno je da upoznavajuc´i se s ra-
zvojnim okruzˇenjem, fokus na sam jezik izostaje. Koristec´i okruzˇenja bez temeljnog
znanja o programskom jeziku, produbljuje se znanje o okruzˇenju, no znanje o jeziku
ostaje povrsˇinsko, sˇto postaje mana u trenutku kada kod treba nadograditi necˇime
sˇto okruzˇenje nema osigurano.
Imajuc´i na umu sve moguc´nosti i potrebe koje c´e korisnik mozˇda htjeti imple-
mentirati, u razvojna okruzˇenja ugraduju se velike zalihe koda, no vjerojatnost da c´e
se za razvoj softvera koristiti sve funkcije koje razvojno okruzˇenje ukljucˇuje je vrlo
mala. Osim toga, dogada se da zbog potrebe da se aplikacija prilagodi zˇeljama ko-
risnika, konkurentna okruzˇenja, kao i okruzˇenja koja se nadopunjuju, ponekad budu
zajedno upakirana u jedan proizvod. Zbog svega ovoga jedna od najvec´ih mana ra-
zvojnih okruzˇenja je preuvelicˇanje brojnosti linija koda i velicˇine programa, popularno
nazvana terminom code bloat.
Sve ove prednosti i mane poticˇu korisnika da prije odabira dobro razmisli hoc´e li
pisati sam svoj kod ili c´e koristiti okruzˇenje. U slucˇaju odabira okruzˇenja potrebno je,
takoder, dobro se informirati i odlucˇiti koje okruzˇenje najviˇse odgovara korisnikovim
potrebama.
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1.3 PHP razvojna okruzˇenja
O PHP-u
PHP je interpretirani skriptni jezik, kojeg je Rasmus Lerdorf stvorio 1995., pri-
marno za razvoj dinamicˇnih internet stranica. Danas mu je fokus gotovo iskljucˇivo
na serverskoj strani web-programiranja, no koristi se i kao programski jezik opc´e
namjene.
Kratica PHP izvorno je stajala za osobnu pocˇetnu stranicu (Personal Home Page),
no sada se radi o rekurzivnom akronimu PHP: Hypertext Preprocessor . Kroz njegovu
sˇiroku upotrebu i velik broj korisnika, uocˇeni su problemi u dotadasˇnjem pristupu
pisanja PHP aplikacija. PHP stranica je poput obicˇne HTML1 stranice, uz dodatne
PHP naredbe koje se mijesˇaju s HTML naredbama. Osim toga, obradivanje ko-
risnicˇkog ulaza je isprepleteno sa samom logikom aplikacije, sˇto sve zajedno vodi
tesˇkom snalazˇenju u kodu, potesˇkoc´ama u dodavanju novih funkcionalnosti i odrzˇa-
vanju koda.
Razdvajanje funkcionalnosti
Glavni cilj bilo je postic´i da viˇse programera mozˇe nezavisno raditi na aplikaciji.
Da bi se to ostvarilo bilo je potrebno:
• odvojiti HTML gotovo potpuno od PHP-a, jer cˇesto web-dizajneri koji rade na
izgledu aplikacije (HTML + CSS2) ne znaju dobro PHP i obratno,
• osigurati potpuno odvajanje logike aplikacije od obrade korisnicˇkog ulaza.
Pojavio se MVC (Model-View-Controller) arhitekturalni obrazac namijenjen za
implementaciju korisnicˇkog sucˇelja, prilagoden i za protok podataka u web aplikaci-
jama, cˇija je svrha upravo odvojiti pojedine dijelove aplikacije u komponente, ovisno
o njihovoj namjeni. Na taj nacˇin omoguc´en je istovremen razvoj od viˇse programera
na prosˇirivanju funkcionalnosti aplikacije te se u zajednici, u svrhu brzˇeg razvoja
web aplikacija, pocˇinju razvijati mnoga PHP razvojna okruzˇenja bazirana na MVC
paradigmi.
1HTML (eng. HyperText Markup Language), je prezentacijski jezik kojim se opisuje sadrzˇaj i
struktura web stranice.
2CSS (eng. Cascading Style Sheets) je stilski jezik za opis prezentacije dokumenta napisanog
pomoc´u HTML jezika. Najcˇesˇc´e se koristi za postavljanje vizualnog stila web stranica i korisnicˇkih
sucˇelja.
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Znacˇajke PHP okruzˇenja
Svoju popularnost danasˇnja PHP okruzˇenja temelje na sljedec´im prednostima:
• MVC paradigma osigurava brz razvoj
• PHP okruzˇenja pruzˇaju CRUD (Create, Read, Update, and Delete) operacije,
pa programer viˇse ne mora pisati slozˇene upite za preuzimanje podataka iz baze
• omoguc´uju rast i sˇirenje tijekom vremena jer okruzˇenje osigurava skalabilnost
sustava
• okruzˇenja se brinu za osiguranje web aplikacije od cˇestih sigurnosnih prijetnji
• ne ponavljaj se (DRY – don’t repeat yourself ) nacˇelo osigurava da minimalno
koda ima maksimalan utjecaj.
Kako odabrati PHP okruzˇenje
Kao sˇto je vec´ zakljucˇeno, korisnik mora paziti da odabere ono okruzˇenje koje
najviˇse odgovara njegovim potrebama. Prije samog odabira, potrebno je razmotriti
nekoliko glavnih pitanja. Je li projekt namijenjen maloj, odredenoj skupini korisnika
bez intencije sˇirenja, ili pak ima potencijala postati prosˇiren medu mnogo korisnika.
Sukladno odgovoru, gleda se koliko je skalabilnost osigurana u razlicˇitim okruzˇenjima.
Koje su znacˇajke i funkcionalnost okruzˇenja? (Nudi li ono sˇto korisniku treba?) Srzˇ
ponasˇanja okruzˇenja ne mozˇe se mijenjati, sˇto znacˇi da je korisnik prisiljen raditi na
predviden nacˇin i posˇtivati ogranicˇenja okruzˇenja.
Korisnik koji nije strucˇnjak za programiranje u PHP-u uvijek bi se trebao odlucˇiti
za upotrebu popularnog okruzˇenja s dovoljno podrsˇke i aktivnom korisnicˇkom bazom.
Uz to, bitno je uzeti u obzir i razvija li se i odrzˇava okruzˇenje i dalje aktivno od
glavnog tima. Postoje mnoga okruzˇenja koja imaju malo ili nimalo podrsˇke, te ona
koje su stvorili pojedinci s ogranicˇenim znanjem o PHP-u. Takve vrste okruzˇenja
mogu uzrokovati da korisnikovi programi ne funkcioniraju ispravno, ili u josˇ losˇijem
scenariju mozˇe uzrokovati velike sigurnosne probleme s korisnikovom web stranicom.
U suprotnome, popularna okruzˇenja imaju veliku zajednicu podrsˇke koje korisniku
mogu dati dosta brze odgovore na sve nedoumice, i pocˇetnicˇka pitanja.
Zadnja stvar koju se korisnik treba zapitati je i kakva je krivulja ucˇenja odabranog
okruzˇenja, odnosno odgovara li mu brzina napredovanja u stjecanju iskustva u datom
okruzˇenju [8, 22, 17].
Poglavlje 2
Laravel
Laravel je besplatno, open-source PHP razvojno okruzˇenje zamiˇsljeno za razvoj
web aplikacija na temelju MVC (Model-View-Controller) arhitekturalnog obrasca.
Laravelov slogan je ”PHP framework for Web Artisans”1, gdje rijecˇ Artisan stoji za
vjesˇtog zanatskog radnika koji stvara funkcionalne i dekorativne stvari, te kroz godine
razvija svoje vjesˇtine do umjetnicˇke razine. Laravel, kroz svoju izrazˇajnu i elegantnu
sintaksu, pokusˇava izostaviti naporne dijelove razvoja, olaksˇavajuc´i uobicˇajene za-
datke koji se koriste u vec´ini web projekata. ”Vjerujemo da razvoj mora biti uzˇitak,
a kreativan dozˇivljaj istinski ispunjujuc´” stoji u Laravel dokumentaciji. Cijeli izvorni
kod Laravela nalazi se na GitHub-u pod MIT licencom [12].
2.1 Povijest Laravela
Od svih programskih jezika, upravo je PHP-u bilo potrebno kvalitetno okruzˇenje.
Naime, PHP je dinamicˇki jezik, sˇto znacˇi da se programeru lako mozˇe dogoditi da
mu se u pisanju koda potkrade gresˇka, no programski jezik ga na to nec´e upozoriti.
Gresˇka c´e se javiti tek u fazi pokretanja programa, sˇto c´e programera prisiliti na
pregledavanje cijelog, vec´ napisanog koda i trazˇenje problema. S druge strane, u
drugim programskim jezicima, kod se piˇse tako da se gresˇke mogu identificirati prije
pokretanja programa. U tim c´e slucˇajevima kompajler prepoznati gresˇku, bilo u fazi
koriˇstenja koda ili kompajliranja, te c´e programera upozoriti na nuzˇne popravke kako
bi program mogao funkcionirati.
Prije stvaranja Laravela PHP zajednica bila je zbrka konkurentnih okruzˇenja. U
to vrijeme kreatori raznih okruzˇenja medusobno su raspravljali i nadmetali se u tome
cˇije c´e okruzˇenje bolje izvrsˇiti neki zadatak. Takvo stanje nije bilo plodno tlo za
1hrv. PHP okruzˇenje za web zanatlije
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ujednacˇeni i progresivni rast i napredak bilo kojeg od postojec´ih PHP okruzˇenja.
Programeri su bili razjedinjeni.
Taylor Otwell, .net razvojni programer iz Arkansasa koristio se CodeIgniter-om,
jednim od tada najpopularnijih PHP okruzˇenja i nije bio zadovoljan zbog nedos-
tatka jednostavnosti i fleksibilnosti. Taylor je zˇelio rijesˇiti ove probleme koristec´i
uvodenjem jasne sintakse i strukture te istovremeno sve temeljito dokumentirati.
Takoder, Taylor je namjeravao na efikasan nacˇin rijesˇiti probleme koji su nastajali iz
dinamicˇke prirode programiranja u PHP-u. Pri tome je, koristec´i se svojim .net is-
kustvom, iskoristio ideje .net infrastrukture, na istrazˇivanje kojih je Microsoft utrosˇio
stotine milijuna dolara. Taylor je u konacˇnici zˇelio stvoriti okruzˇenje koje c´e moc´i
koristiti i najneiskusniji programeri i koje c´e svim korisnicima iskustvo stvaranja web
aplikacija ucˇiniti zabavnim. Sve ove Taylorove zamisli o tome kako bi okruzˇenje tre-
balo izgledati i funkcionirati pretocˇene su u potpuno novo okruzˇenje, danas poznato
kao Laravel.
Taylor je zapocˇeo s jednostavnim upravljacˇkim slojem. Prva beta verzija Lara-
vela bila je dostupna 9. lipnja 2011., a kasnije istog mjeseca uslijedila je i sluzˇbena
Laravel 1 verzija. Laravel 1 ukljucˇivao je ugradenu podrsˇku za autentifikaciju, loka-
lizaciju, modele, poglede, sesije, usmjeravanje i druge mehanizme, no nedostajala mu
je podrsˇka za kontrolere, sˇto je sprijecˇilo da to bude pravo MVC okruzˇenje.
Laravel 2 objavljen je u rujnu 2011. donosec´i mnoga poboljˇsanja kako od autora,
tako i od zajednice. Glavne nove znacˇajke ukljucˇivale su inverziju kontrole, sustav
obrazaca nazvan Blade i podrsˇku za kontrolere, sˇto je ucˇinilo Laravel 2 potpuno
kompatibilnim s MVC standardom. Kao nedostatak, ukinuta je podrsˇka za pakete
ostalih proizvodacˇa.
Laravel 3 objavljen je u veljacˇi 2012. sa skupinom novih poboljˇsanja, ukljucˇujuc´i
sucˇelje komandne linije (Command-line interface, CLI) nazvano Artisan, ugradenu
podrsˇku za viˇse sustava upravljanja bazama podataka, migraciju baza podataka,
podrsˇku za rukovanje dogadajima i sustav pakiranja naziva Bundles.
Laravel 4, kodnog naziva Illuminate objavljen je u svibnju 2013. Ova je ver-
zija Laravela napisana u cijelosti iznova na nacˇin da su njezini elementi prebacˇeni u
skup zasebnih paketa distribuiranih putem Composer-a. Composer je paketni me-
nadzˇer na razini aplikacije. Prije Composer-a nije bilo moguc´e uzeti dva odvojena
paketa i zajedno koristiti razlicˇite segmente tih paketa da bi se dobilo jedno rjesˇenje.
Medutim, Composer je to omoguc´io i time postao kljucˇna tocˇka razvoja u kojoj su
autori okruzˇenja uvidjeli korist od suradnje, umjesto nadmetanja. Druga poboljˇsanja
ukljucˇuju inicijalno punjenje baze podataka (eng. database seeding), podrsˇku za re-
dove poruka (eng. message queue), rad s e-posˇtom i podrsˇku za odgodeno brisanje
zapisa u bazama podataka, nazvano soft deletion.
Laravel 5 objavljen je u veljacˇi 2015. sadrzˇavajuc´i razna nova poboljˇsanja. Nove
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znacˇajke ove inacˇice Laravela ukljucˇuju podrsˇku za zakazivanje periodicˇno izvrsˇenih
zadataka kroz paket nazvan Scheduler, abstracijski sloj nazvan Flysystem koji omo-
guc´uje daljinsko pohranjivanje na isti nacˇin kao i lokalni datotecˇni sustavi, poboljˇsano
rukovanje paketima kroz Elixir i pojednostavljeno provjeravanje autenticˇnosti putem
dodatnog Socialite paketa. Laravel 5 je, takoder, uveo novu strukturu stabla unutar-
njeg direktorija za razvijene aplikacije.
Objavljene su i poboljˇsane verzije Laravela 5 i to Laravel 5.1. do 5.5., koje su
donijele daljnja poboljˇsanja, poput dugotrajne korisnicˇke podrsˇke, poboljˇsanja brzine
rada, automatskih fasada i mnoga druga. Posljednja verzija je Laravel 5.5., objavljena
u kolovozu 2017. [15, 18].
2.2 Usporedba Laravela s drugim razvojnim
okruzˇenjima
Svako PHP razvojno okruzˇenje sukladno svojoj osnovnoj ideji olaksˇava izradivanje
web stranica i web aplikacija. Medutim, svako od njih ima svoje specificˇnosti i pred-
nosti.
Primjerice, Symfony i Laravel imaju predodredene alate za generiranje predlozˇaka,
dok Yii takav alat nema, sˇto ga cˇini fleksibilnijim jer omoguc´uje programeru da sam
odabere alat koji mu najbolje odgovara. S druge strane, Symfony funkcionira na
temelju ponovo iskoristivih komponenti i omoguc´ava najbolju modularnost, dok La-
ravel i Yii koriste MVC obrazac. Nadalje, Yii je bez premca najbrzˇe PHP okruzˇenje,
Laravel nudi materijale pomoc´u kojih se njegov rad mozˇe ubrzati, dok Symfony 2
nudi najbolju podrsˇku glede baza podataka. Okruzˇenja se mogu i prosˇirivati, a u
tom podrucˇju Laravel nudi najviˇse potencijala s velikim brojem paketa koji se za to
mogu iskoristiti.
Bez obzira na navedene specificˇnosti, posebnu vazˇnost pri usporedbi razvojnih
okruzˇenja treba posvetiti podrsˇci programerske zajednice korisnika, kao sˇto je spo-
menuto u sekciji 1.3 ”Kako odabrati PHP okruzˇenje“. Naime, ovaj je faktor kljucˇanza dugovjecˇnost, iskoristivost i napredak aplikacije.
U danasˇnjem svijetu PHP okruzˇenja, Laravel je apsolutni pobjednik po ovom
pitanju. U relativno kratkom zˇivotnom vijeku, oko ovog razvojnog okruzˇenja razvila
se napredna i gotovo fanaticˇna zajednica korisnika, koja je predvodena nekim od
najutjecajnijih razvojnih programera u cˇitavoj PHP zajednici.
Jedan od njih je predavacˇ svjetske klase, Jeffrey Way, tvorac web stranice Lara-
casts na kojoj se nalaze brojni izvori koji omoguc´uju trening u Laravel okruzˇenju.
Kako bi omoguc´io permanentno obrazovanje Laravelovih korisnika, Jeffrey se pobri-
nuo da se Laracasts stalno puni novim sadrzˇajima. Iako su neki sadrzˇaji naplatni,
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radi se najcˇesˇc´e o onima koji prenose viˇsi stupanj znanja, pa tako stranica i dalje
obiluje velikim brojem besplatnih sadrzˇaja za pocˇetnike.
Opisani razvoj ove zajednice korisnika ne bi bio moguc´ da Laravel nema bespri-
jekornu dokumentaciju. Zahvaljujuc´i tome, korisnici mogu lako doc´i do odgovora na
vec´inu svojih pitanja u sluzˇbenoj dokumentaciji razvojnog okruzˇenja, a za sve ostalo
mogu potrazˇiti podrsˇku na sluzˇbenom forumu ili web stranicama poput Laracastsa.
Upravo zbog toga Laravel je idealan za nove i neiskusne korisnike, no i za one s viˇsim
stupnjem znanja, jer je jednostavan, intuitivan i fleksibilan.
Konacˇno, snazˇan motiv da zajednica korisnika nastavi rasti i razvijati se je du-
gorocˇna podrsˇka. Naime, Laravel je u svijetu razvojnih okruzˇenja ostvario josˇ jedan
presedan, a to je zajamcˇena podrsˇka u otklanjanju gresˇaka u trajanju dvije godine te
sigurnosne nadogradnje u trajanju cˇak 3 godine od objave pojedine verzije Laravela.
Ovime se Laravel zaokruzˇuje kao potpuni proizvod koji stoji na raspolaganju svakome
tko pozˇeli razvijati web stranicu ili aplikaciju u PHP-u na jednostavan i ucˇinkovit
nacˇin [29, 8, 17].
Poglavlje 3
Znacˇajke Laravela
Brz razvoj i konstantno unaprjedenje Laravela osvojilo je mnoge programere di-
ljem svijeta, te je pocˇetkom 2014. i 2015. godine Laravel proglasˇen najpopularnijim
PHP okruzˇenjem medu programerima (Sitepoint online istrazˇivanje [24, 25]).
Pazˇnju medu programerima stekao je svojom pristupacˇnosˇc´u, koju ostvaruje kroz
brojne znacˇajke. Medu njima su modularni sustav pakiranja s namjenskim upra-
viteljem ovisnosti1, razlicˇiti nacˇini pristupa relacijskim bazama podataka, alati koji
pomazˇu u implementaciji i odrzˇavanju aplikacija. Daljnjim razvitkom popularnost ne
izostaje jer ga se i u 2017. godini navodi kao najrasˇirenije i najbolje PHP okruzˇenje
(Medium izvjesˇc´e [28]).
U nastavku se nalazi opis i poblizˇe objasˇnjenje cˇesˇc´e koriˇstenih znacˇajki u primjeni
razvoja aplikacije.
3.1 Homestead
Jedna od uobicˇajenih pocˇetnicˇkih pogresˇaka kod prvog susreta s razvojnim okru-
zˇenjem je da korisnik ne osigura kompatibilnost baze podataka i web posluzˇitelja sa
zahtjevima okruzˇenja.
Cˇak iako je korisnik strucˇnjak za PHP, trebao bi proc´i kroz dokumentaciju okru-
zˇenja, kako bi potvrdio kompatibilnost, prije nego sˇto isproba samo okruzˇenje.
Laravel ima opc´enito strozˇi skup zahtjeva na posluzˇitelju od tipicˇnih PHP okru-
zˇenja i projekata. No, to nije losˇa stvar, to znacˇi samo da Laravel koristi viˇse su-
vremenih, modernih znacˇajki i da mozˇe napraviti viˇse. Laravel koristi Composer za
upravljanje ovisnostima, pa je potrebno prije koriˇstenja Laravela instalirati i Com-
poser na racˇunalu.
1eng. packaging system with a dedicated dependency manager
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Za instalaciju Laravela posluzˇitelj mora zadovoljavati sljedec´e zahtjeve:
• PHP verzija ≥ 7.0.0
• OpenSSL PHP ekstenzija
• PDO PHP ekstenzija
• Mbstring PHP ekstenzija
• Tokenizer PHP ekstenzija
• XML PHP ekstenzija.
No, kako bi doskocˇio svim ovim zahtjevima i pokazao svoju elegantnost i jednos-
tavnost Laravel pruzˇa korisniku Homestead.
Homestead je sluzˇbena unaprijed pakirana Vagrant2 okolina koja korisniku pruzˇa
gotov razvojni okoliˇs sa svim alatima potrebnim za razvoj Laravel aplikacije, bez
potrebe za instaliranjem PHP-a, web posluzˇitelja i ostalih posluzˇiteljskih softvera na
lokalnom racˇunalu. Mozˇe se pokrenuti na operativnim sustavima Windows, Mac OS
i Linux, a od softvera, medu ostalim, ukljucˇuje i:
• Ubuntu 16.04
• Git
• Nginx web posluzˇitelj
• PHP: PHP 7.2, PHP 7.1, PHP 7.0, PHP 5.6
• relacijske sustave upravljanja bazom podataka: MySQL, MariaDB, Sqlite3,
PostgreSQL
• Composer
• Front-End4 alate Node (ukljucˇuje Yarn, Bower, Grunt i Gulp)
• alate za cache: Redis i Memcached.
Instalacija i pokretanje projekta u Homestead okolini
Prije samog pokretanja Homestead okoline, potrebno je instalirati softver za po-
kretanje virtualnih masˇina te Vagrant, s obzirom da je Homestead izraden za Vagrant.
Zatim treba dodati laravel/homestead okolinu Vagrant instalaciji koristec´i jednos-
tavnu naredbu u komandnoj liniji:
2Vagrant je open-source softverski proizvod za izgradnju i odrzˇavanje prijenosnih virtualnih
okruzˇenja3 za razvoj softvera.
3Virtualno okruzˇenje ili virtualni stroj je imitacija racˇunalnog sustava. Virtualni strojevi temelje
se na racˇunalnim arhitekturama i pruzˇaju funkcionalnost fizicˇkog racˇunala. Njihova implementacija
mozˇe ukljucˇivati specijalizirani hardver, softver ili kombinaciju.
4Izraz Front-End se odnosi na ”prednji dio” sustava, odnosno, prezentacijski sloj aplikacije.
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vagrant␣box␣add␣laravel/homestead
Sljedec´i korak je kloniranje sluzˇbenog Laravel repozitorija na racˇunalo. Buduc´i da
Homestead zapravo djeluje kao upravitelj i za sve ostale projekte, njegov direktorij
bi bilo dobro staviti negdje izvan direktorija svih projekata.
git␣clone␣https://github.com/laravel/homestead.git␣/Homestead
Iduc´i korak je podesiti Homestead.yaml datoteku.
ip:␣"192.168.10.10"
memory:␣2048
cpus:␣1
provider:␣virtualbox
authorize:␣˜/.ssh/id_rsa.pub
keys:
␣␣␣␣-␣˜/.ssh/id_rsa
folders:
␣␣␣␣-␣map:␣˜/Code
␣␣␣␣␣␣to:␣/home/vagrant/Code
sites:
␣␣␣␣-␣map:␣homey.test
␣␣␣␣␣␣to:␣/home/vagrant/Code/homey/public
databases:
␣␣␣␣-␣homestead
Svojstvo provider postavljamo na softver za pokretanje virtualne masˇine koju
smo instalirali. Svojstvo authorize postavljamo na put do nasˇeg javnog kljucˇa, a
svojstvo keys postavljamo na put do nasˇeg privatnog kljucˇa na racˇunalu. U svojstvu
folders navodimo sve direktorije koje zˇelimo podijeliti s Homestead okolinom. Prvi
redak odnosi se na lokalni direktorij na nasˇem racˇunalu, a drugi redak pokazuje gdje
c´e to biti na virtualnom serveru. Dok mijenjamo datoteke unutar tih direktorija, one
c´e se sinkronizirati izmedu nasˇeg lokalnog racˇunala i Homestead okoline. Unutar tih
direktorija c´e stajati nasˇi projekti. Svojstvo sites omoguc´uje jednostavno mapiranje
domene u direktorij u Homestead okolini.
Sada ime koje smo odabrali kao domenu u datoteci Homestead.yaml moramo
dodati u hosts datoteku na racˇunalu. hosts datoteka preusmjerit c´e zahtjev za nasˇu
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Homestead web stranicu u nasˇu Homestead okolinu. Redak koji dodamo ovoj datoteci
izgledati c´e kao sljedec´i:
192.168.10.10␣␣homey.test
Sada je sve postavljeno. Iduc´i korak je pokretanje virtualne okoline i stvaranje no-
vog projekta. Iz Homestead direktorija pokrenimo naredbu vagrant␣up. Vagrant c´e
dignuti virtualni stroj i automatski konfigurirati dijeljene direktorije i web stranice.
Naredbom vagrant␣ssh mozˇemo se spojiti s nasˇom virtualnom Homestead okolinom:
Slika 3.1: Spajanje s virtualnom okolinom
Novi projekt izradit c´emo pomoc´u Composer-a, u direktoriju koji smo namije-
nili za projekte, intuitivnom naredbom composer␣create-project␣laravel/laravel␣
ime-projekta
cd␣Code
composer␣create-project␣laravel/laravel␣homey
Ovo c´e kopirati Laravel i sve njegove ovisnosti u direktorij novog projekta (Slika 3.2).
Sada je projekt kreiran te se nasˇoj novoj web stranici mozˇe pristupiti putem web-
preglednika na adresi http://homey.test
Ponekad mozˇda zˇelite podijeliti ono sˇto trenutno radite s klijentom, ili medu pro-
jektnim timom. Jednostavnost dijeljenja okoline osigurana je Homestead naredbom
share␣domena-projekta, npr. share␣homey.test. Nakon pokretanja naredbe prikazat
c´e se ekran koji prikazuje zapis aktivnosti i javno dostupne URL-ove za zajednicˇku
web lokaciju.
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Slika 3.2: Direktorij novokreiranog projekta
Homestead je jednostavan za male timove, prikladan je za projekte male do srednje
velicˇine. On ne ostavlja prostor za gresˇke Vagranta prouzrocˇene razlicˇitim verzijama
i razlicˇitim operacijskim sustavima. Iz primjera smo vidjeli da ga je lako podesiti,
pokrec´e se izuzetno brzo i dovoljan je da svatko pocˇne raditi s Laravelom u par minuta
[13, 4, 19, 23].
3.2 Artisan
Kako bi se korisniku olaksˇala gradnja aplikacije, u Laravel je ukljucˇeno sucˇelje
komandne linije zvano Artisan, koje pruzˇa brojne korisne naredbe. Svaka naredba
povezana je s nekom funkcionalnosˇc´u koja pojednostavljuje upravljanje aplikacijom.
Uobicˇajene upotrebe Artisan-a ukljucˇuju upravljanje migracijama baze podataka,
objavljivanje svojstva paketa i generiranje boilerplate koda za nove kontrolere i mi-
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gracije. Na taj nacˇin programer je osloboden od stvaranja odgovarajuc´ih kostura
kodova. Za popis svih dostupnih Artisan naredbi mozˇe se koristiti sljedec´a naredba:
php␣artisan␣list
Svaka naredba ukljucˇuje i ”help” zaslon koji prikazuje i opisuje raspolozˇive argu-
mente i opcije naredbe. Za zaslon pomoc´i treba jednostavno ispred imena naredbe
staviti help:
php␣artisan␣help␣down
Slika 3.3: Zaslon pomoc´i naredbe down
Sa slike 3.3 mozˇemo vidjeti da Artisan naredba down postavlja aplikaciju u nacˇin za
odrzˇavanje5. Kada korisnik azˇurira aplikaciju ili izvrsˇava odrzˇavanje, Artisan olaksˇava
”onemoguc´avanje” te aplikacije, na nacˇin da c´e se za svaki zahtjev u aplikaciji vratiti
”MaintenanceModeException” iznimka sa statusnim kodom 503, te c´e preusmjeriti
korisnika koji je postavio zahtjev na stranicu s porukom ”Be right back”6. Lako
pokretanje moda za odrzˇavanje jedna je od funkcionalnosti koje pruzˇa Artisan [11].
5Put the application into manintenance mode (hrv. postavi aplikaciju u mod za odrzˇavanje)
6hrv. Odmah se vrac´am
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Funkcionalnost i moguc´nosti Artisan-a mogu se prosˇiriti kreiranjem novih prila-
godenih naredbi koje se, primjerice, mogu koristiti za automatizaciju ponavljajuc´ih
zadataka specificˇnih za pojedine aplikacije.
3.3 Blade
U poglavlju 1.3 spomenuto je da je kod u kojem su ispremijesˇani PHP i HTML
tezˇak za snalazˇenje i neprakticˇan za mijenjanje. No ta dva jezika nije moguc´e u pot-
punosti odvojiti s obzirom da se na web stranici moraju prikazivati nekakvi podatci,
cˇesto dohvac´eni iz baze. Alat koji Laravel isporucˇuje za rjesˇenje tog problema zove
se Blade. Pomoc´u njega se na elegantan nacˇin PHP kod sazˇima s HTML kodom.
Upravo zbog te funkcionalnosti, moglo bi se rec´i da je to jedna od najboljih znacˇajki
okruzˇenja.
Blade je jednostavan, ali moc´an alat za generiranje predlozˇaka koji, za razliku
od drugih popularnih PHP alata za generiranje predlozˇaka, ne sprjecˇava koriˇstenje
obicˇnog PHP koda u pogledima7. Cˇak sˇtoviˇse, svi Bladeovi pogledi kompajliraju se
u obicˇan PHP kod i spremaju se dok ne budu izmijenjeni. To znacˇi da Blade uopc´e
nema losˇ utjecaj na performanse aplikacije (eng. zero overhead), a osigurava ”cˇistu”
sintaksu.
Blade datoteke pogleda koriste .blade.php ekstenziju datoteke i obicˇno su pohra-
njene u resources/views direktoriju.
Nasljedivanje predlozˇaka i sekcije
Dvije od glavnih prednosti koriˇstenja Blade-a su nasljedivanje predlozˇaka i sekcije
(eng. sections).
Izgled svake aplikacije mozˇemo zamisliti kao tlocrt, odnosno raspored, buduc´i da
vec´ina web aplikacija ima isti izgled na raznim stranicama. U tom rasporedu postoje
stalni segmenti koji se ne mijenjaju, poput zaglavlja i navigacijske plocˇe, te segmenti
koji se mijenjaju, u kojima je sama funkcionalnost aplikacije.
Kako stalne segmente ne bismo morali za svaki pogled ponovo pisati, Blade pruzˇa
nasljedivanje predlozˇaka, stoga je prikladno glavni izgled (eng. layout) aplikacije de-
finirati kao jedan Blade pogled.
7Pogled je jedna od tri komponente MVC obrasca koja predstavlja prezentacijski sloj aplikacije.
Najcˇesˇc´e, jedan pogled generira i predstavlja izgled jedne stranice web aplikacije. Za viˇse informacija
pogledati poglavlje 4.2.
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Kod 3.1: Blade pogled glavnog izgleda
<!--␣Spremljeno␣u␣resources/views/layouts/app.blade.php␣-->
<html>
␣␣␣␣<head>
␣␣␣␣␣␣␣␣<title>App␣Name␣-␣@yield('title')</title>
␣␣␣␣</head>
␣␣␣␣<body>
␣␣␣␣␣␣␣@include('layouts.nav')
␣␣␣␣␣␣␣␣<div␣class="container">
␣␣␣␣␣␣␣␣␣␣␣␣@yield('content')
␣␣␣␣␣␣␣␣</div>
␣␣␣␣</body>
</html>
Naredbom @yield('ime-sekcije') definira se sekcija stranice koja c´e biti promje-
njiva i koju c´e stranice, koje nasljeduju taj izgled (eng. child page), ispuniti na svoj
nacˇin. Prilikom definiranja pogleda-djeteta koristi se naredba @extends, kako bismo
specificirali koji bi izgled taj pogled trebao naslijediti.
Naredbama @section('ime-sekcije') i @endsection definiraju se i ograduju sa-
drzˇaji kojima se prosˇiruje taj izgled.
<!--␣Spremljeno␣u␣resources/views/child.blade.php␣-->
@extends('layouts.app')
@section('title',␣'Homey')
@section('content')
␣␣␣␣<p>This␣is␣my␣body␣content.</p>
@endsection
Ovaj kod nasljeduje izgled layouts.app te ispunjuje njegovu sekciju title rijecˇju
”Homey”, dok sekciju content ispunjuje HTML paragrafom.
Ukljucˇivanje potpogleda
Blade-ova naredba @include omoguc´uje da se jedan Blade pogled ukljucˇi unutar
drugog pogleda. Naredbom @include('layouts.nav') u kodu 3.1 ukljucˇuje se sljedec´i
kod za navigacijsku plocˇu u glavni izgled.
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<!--␣Spremljeno␣u␣resources/views/layouts/nav.blade.php␣-->
<nav␣class="navbar␣navbar-default">
␣␣<div␣class="container-fluid">
␣␣␣␣<div␣class="navbar-header">
␣␣␣␣␣␣<a␣class="navbar-brand"␣href="{{␣url('/home')␣}}">Homey</a>
␣␣␣␣</div>
␣␣␣␣<ul␣class="nav␣navbar-nav">
␣␣␣␣␣␣<li>␣<a␣href="https://laravel.com/docs">Documentation</a></li>
␣␣␣␣␣␣<li>␣<a␣href="https://laracasts.com">Laracasts</a></li>
␣␣␣␣␣␣<li><a␣href="https://laravel-news.com">News</a></li>
␣␣␣␣␣␣<li><a␣href="https://github.com/laravel/laravel">GitHub</a></li>
␣␣␣␣</ul>
␣␣</div>
</nav>
Iako c´e ukljucˇeni pogled naslijediti sve podatke dostupne u roditeljskom pogledu,
mozˇe se, takoder, dodati i niz dodatnih podataka u ukljucˇeni pogled:
@include('ime-pogleda',␣['ime-varijable'␣=>␣'podatci'])
Prikazivanje podataka, uvjetne naredbe i petlje
Osim nasljedivanja predlozˇaka, Blade preuzima ulogu prikazivanja podataka te
pruzˇa prikladne kratice za uobicˇajene PHP upravljacˇke strukture, kao sˇto su uvjetne
naredbe i petlje. Te kratice pridonose vrlo cˇistom nacˇinu rada s PHP upravljacˇkim
strukturama, bivajuc´i istovremeno vrlo slicˇne odgovarajuc´im strukturama, kako bi se
korisnik sˇto bolje snalazio. Na primjer, s uobicˇajenim PHP-om, da bismo prosˇli kroz
popis ljudi i ispisali njihove nazive unutar liste, mogli bismo napisati:
<ul>
␣␣␣␣<?php␣foreach($people␣as␣$p)␣:␣?>
␣␣␣␣␣␣␣␣<li><?php␣echo␣$p;␣?></li>
␣␣␣␣<?php␣endforeach;␣?>
</ul>
Podatke proslijedene u Blade pogled mozˇemo prikazati pakirajuc´i naziv varijable
u viticˇaste zagrade, dok se uvjetne naredbe, poput if␣else, i petlje, poput foreach,
ugraduju u kod jednostavno, dodajuc´i na pocˇetak oznaku ”@” ispred imena naredbe,
te na kraju dodajuc´i ”@end␣+␣ime-naredbe”, uz izostavljanje oznake za PHP kod. Na
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taj nacˇin, koriˇstenjem Bladea, prethodni kod mozˇemo zamijeniti sljedec´im:
<ul>
␣␣␣␣@foreach($people␣as␣$p)
␣␣␣␣␣␣␣␣<li>{{␣$p␣}}</li>
␣␣␣␣@endforeach
</ul>
3.4 Josˇ neke znacˇajke
Eloquent ORM
Eloquent ORM (Object-Relational Mapping8) je napredna PHP implementacija
active record obrasca9, koja pruzˇa interne metode za provodenje ogranicˇenja na rela-
cije medu objektima baze podataka. Slijedec´i active record obrazac, Eloquent ORM
predstavlja tablice baze podataka kao klase, s njihovim objektnim instancama veza-
nim za jedan red u tablici.
Laravel Fasade
Laravel fasade pruzˇaju ”staticˇno” sucˇelje za one klase koje su dostupne u sprem-
niku servisa. Laravel dolazi s mnogim fasadama koje omoguc´uju pristup gotovo
svim Laravelovim znacˇajkama, bez potrebe za pamc´enjem dugih imena klasa koje
se moraju rucˇno konfigurirati. One pruzˇaju sazˇetost i izrazˇajnu sintaksu, istodobno
odrzˇavajuc´i viˇse testabilnosti i fleksibilnosti od tradicionalnih staticˇkih metoda. Sve
fasade su definirane u Illuminate\Support\Facades prostoru imena, pa se mogu lako
dohvatiti kroz cijelu aplikaciju.
CSRF
Laravel olaksˇava zasˇtitu korisnikove aplikacije od napada medustranicˇnim krivo-
tvorenim zahtjevom (eng. cross-site request forgery, CSRF). CSRF je tip malicioznog
iskoriˇstavanja gdje se neovlasˇtene naredbe izvrsˇavaju u ime autenticiranog korisnika.
8hrv. objektno-relacijsko mapiranje
9Active record obrazac je arhitekturalni obrazac koriˇsten u softverima koji pohranjuju objektne
podatke u relacijske baze podataka. Sucˇelje objekta, u skladu s ovim obrascem, obuhvac´a funkcije
kao sˇto su umetanje, azˇuriranje i brisanje, plus svojstva koja viˇse ili manje odgovaraju stupcima u
tablici baze podataka.
POGLAVLJE 3. ZNACˇAJKE 21
Laravel automatski generira CSRF ”token” za svaku aktivnu korisnicˇku sesiju
kojom upravlja aplikacija. Ovaj se token koristi da bi se provjerilo je li upravo
autenticirani korisnik taj koji postavlja zahtjeve u aplikaciji.
Kad god korisnik definira HTML formu u svojoj aplikaciji, trebao bi ukljucˇiti
skriveno CSRF token polje u obrascu, kako bi zasˇtitni CSRF middleware mogao pro-
vjeriti zahtjev. Korisnik se mozˇe koristiti csrf_field pomagacˇem kako bi generirao
tokensko polje:
<form␣method="POST"␣action="/profile">
␣␣␣␣{{␣csrf_field()␣}}
␣␣␣␣...
</form>
VerifyCsrfToken middleware, koji je ukljucˇen u web middleware grupu, automat-
ski c´e provjeriti odgovara li token pri unosu zahtjeva tokenu spremljenom u sesiji.
Poglavlje 4
Model – View – Controller
Promatrajuc´i rani razvoj graficˇkog korisnicˇkog sucˇelja, Model–View–Controller
(MVC) arhitekturalni obrazac, originalno namijenjen za implementaciju korisnicˇkog
sucˇelja (GUI), postao je jedan od prvih pristupa opisivanja i implementacije softver-
skih konstrukata u smislu njihovih odgovornosti. MVC arhitektura sedamdesetih je
godina inicijalno uvedena u jezik Smalltalk-76, a potom implementirana unutar bi-
blioteka verzije Smalltalk-80. Tek 1988. godine je MVC arhitektura prihvac´ena kao
opc´eniti koncept (Krasner, Pope, 1988)1.
MVC je softverski arhitekturalni obrazac koji se koristi u softverskom inzˇenjerstvu
za odvajanje pojedinih dijelova aplikacije u komponente, ovisno o njihovoj namjeni.
To je ucˇinjeno kako bi se interni prikazi informacija odvojili od nacˇina na koji se po-
daci prikazuju i prihvac´aju od korisnika. Dijeli aplikaciju na 3 osnovne komponente:
• Model (Model) — podaci i logika odredene aplikacije,
• Pogled (View) — prikaz prethodno modeliranih podataka,
• Kontroler ili upravitelj (Controller) — upravlja korisnicˇkim zahtjevima,
cˇime se omoguc´uje ucˇinkovita upotreba koda i paralelni razvoj. Kroz MVC je dakle
razdvojena obrada podataka od programiranja sucˇelja i zaprimanja zahtjeva koris-
nika. Kao i kod drugih softverskih obrazaca, MVC obrazac izrazˇava samo jezgru
rjesˇenja problema, na taj nacˇin dopusˇtajuc´i da se prilagodi svakom sustavu.
1Krasner, Glenn E.; Pope, Stephen T. (Aug–Sep 1988). ”A cookbook for using the model–view
controller user interface paradigm in Smalltalk-80”. The Journal of Object Technology, SIGS Publi-
cations.
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Odnos modela, pogleda i kontrolera
Proces zapocˇinje korisnicˇkom radnjom koju analizira kontroler, a koja sadrzˇava
skup funkcija koje je potrebno izvrsˇiti. U tom procesu kontroler komunicira s dvije
komponente, modelom i pogledom. Od modela kontroler mozˇe trazˇiti podatke iz
baze ili pak slati nalog sa zahtjevom za azˇuriranje stanja modela. Model komunicira
s bazom podataka, ukoliko je potrebno obraduje podatke te po zavrsˇetku objavljuje
rezultat kontroleru. Kontroler zatim zavrsˇava proces pozivajuc´i komponentu pogleda
da azˇurira i generira zadani predlozˇak po kojemu c´e se dobiveni podaci i prezentirati,
te sˇalje taj pogled korisniku [16, 5, 3, 26].
Slika 4.1: Dijagram interakcija unutar MVC obrasca
4.1 Model
Model je srediˇsnja komponenta obrasca jer izrazˇava ponasˇanje aplikacije u smislu
domene problema, neovisno o korisnicˇkom sucˇelju. Model implementira strukture
podataka koje predstavljaju objekte s kojima se manipulira u aplikaciji (npr. User,
Estate, . . . ). Osim toga, implementira i nacˇine za dohvac´anje tih podataka iz baze te
nacˇin za promjenu struktura. Na taj nacˇin model izravno upravlja podacima objekata
koji sa svojim funkcionalnostima zapravo predstavljaju logiku i pravila web aplikacije.
Model je potpuno odvojen od korisnicˇkog sucˇelja, ne sadrzˇi HTML niti ikakav
prezentacijski kod. On ne koristi GET i POST metode, odnosno, nema interakciju s
korisnikom aplikacije.
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Model u Laravelu
Svaka struktura podataka koju spremamo u bazu, u novu tablicu u Laravelu, ima
odgovarajuc´i Model koji se koristi za interakciju s tom tablicom. Modeli omoguc´uju
upite za podatke u tablicama, kao i umetanje novih zapisa u tablicu. U Laravelu
je to implementirano pomoc´u Eloquent ORM-a, u kojem je svaka klasa predstav-
ljena kao tablica baze podataka i dodjeljen joj je Eloquent model koji prosˇiruje
Illuminate\Database\Eloquent\Model klasu, a instance klase su prikazane kao poje-
dini red u tablici.
Novi model kreiramo pomoc´u Artisan naredbe make:model na nacˇin:
php␣artisan␣make:model␣ImeModela
Novi modeli se zadano spremaju u app direktorij. Izgled novostvorenog modela je
sljedec´i:
<?php
namespace␣App;
use␣Illuminate\Database\Eloquent\Model;
class␣ImeModela␣extends␣Model
{
␣␣␣␣//
}
Mozˇemo primijetiti da u modelu nije specificirana tablica baze podataka s kojom
je model povezan. Konvencija je da Eloquent koristi tablicu cˇije je ime jednako
nazivu modela u mnozˇini (engleskog jezika), stoga bi ime modela trebalo biti u jednini
(engleskog jezika). Kao primjer, aplikacija sadrzˇi klasu Estate, te stoga Eloquent
zakljucˇuje da se zapisi pohranjuju u tablici estates, osim ako eksplicitno definiramo
ime tablice u svojstvu table nasˇeg modela:
␣protected␣$table␣=␣'my_estates';
Takoder, Eloquent pretpostavlja da svaka tablica ima primarni kljucˇ nazvan id,
te pretpostavlja da je primaran kljucˇ uzlazna cjelobrojna vrijednost, sˇto znacˇi da
c´e svaki primarni kljucˇ biti pretvoren u integer tip. Osim toga, ocˇekuje se da u
tablici postoje created_at i updated_at stupci. Kako bismo premostili ove konvencije,
mozˇemo definirati protected␣$primaryKey svojstvo i deklarirati zˇeljeni primarni kljucˇ
te $incrementing svojstvo postaviti na false. Kako bi se pokazalo da tablica nema
potonje stupce, svojstvo $timestamps postavlja se na false.
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Eloquent modele mozˇemo koristiti i kao graditelje upita na tablicu baze podataka
povezanu s modelom. Najcˇesˇc´e metode koriˇstene u upitima su all i get, gdje all
dohvac´a sve instance nekog modela, a kad se na upite dodaju ogranicˇenja, koristi se
metoda get kako bi se dohvatili rezultati:
␣<?php
use␣App\Estate;
$estates␣=␣App\Estate::all();
foreach␣($estates␣as␣$estate)␣{
␣␣␣␣echo␣$estate->title;
}
$cheapEstates␣=␣App\Estate::where('price',␣'<=',␣40000)
␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣->orderBy('title',␣'desc')
␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣->take(10)
␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣->get();
Kad se u Eloquent modelima koriste metode, poput all i get, koje dohvac´aju
viˇsestruki rezultat, vratit c´e se instanca Illuminate\Database\Eloquent\Collection
klase. To je korisno jer klasa Collection pruzˇa mnosˇtvo dodatnih metoda za koriˇs-
tenje dohvac´enih podataka, poput avg() metode koja vrac´a srednju vrijednost po
zadanom kljucˇu, contains() metode koja utvrduje sadrzˇi li kolekcija odredenu stavku,
first, random, groupBy i mnogih drugih [6]. Takoder, sve kolekcije sluzˇe i kao iteratori,
omoguc´ujuc´i korisniku da petljom prolazi kroz njih, kao da su jednostavna PHP polja.
Eloquent pruzˇa josˇ i funkcionalnost vrac´anja iznimke ako model nije pronaden.
Metode findOrFail i firstOrFail c´e dohvatiti prvi rezultat upita. Ako nijedan re-
zultat nije pronaden, Illuminate\Database\Eloquent\ModelNotFoundException bit c´e
vrac´ena iznimka. U slucˇaju da iznimka nije uhvac´ena, 404 HTTP odgovor automat-
ski se vrac´a korisniku. Pri koriˇstenju ovih metoda nije potrebno pisati eksplicitne
provjere za vrac´anje 404 odgovora:
$estate␣=␣App\Estate::findOrFail(1);
$smallEstate␣=␣App\Estate::where('surface',␣'<',␣40)->firstOrFail();
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4.2 View
View ili pogled je prikaz korisnicˇkog sucˇelja. On predstavlja sloj za vizualiza-
ciju modela, odnosno, njegov zadatak je prikazati podatke kroz graficˇko korisnicˇko
sucˇelje u nekom pogodnom formatu. Obicˇno postoji mnogo pogleda u jednoj aplika-
ciji. Najcˇesˇc´e je svaka podstranica u web aplikaciji predstavljena jednim pogledom,
no moguc´e je viˇse puta koristiti iste poglede za neke tipicˇne radnje poput ispisa
zacˇelja, zanozˇja, navigacijske plocˇe. Takve poglede obicˇno smatramo potpogledima i
ukljucˇujemo ih pomoc´u Blade-a u glavni pogled na nacˇin opisan u sekciji Ukljucˇivanje
potpogleda poglavlja 3.3.
Pogled, kao ni model, ne komunicira s korisnikom, odnosno ne koristi GET i
POST metode. Jednako tako, ne pristupa bazi podataka, datotekama na disku i
slicˇno, vec´ sluzˇi samo za dohvac´anje i prikazivanje gotovih podataka. U pogledu se
ne radi obrada podataka pa se PHP koristi na vrlo trivijalnoj razini – vec´inski za ispis
varijabli ili iteraciju po polju za ispis varijabli. No, u Laravelu i tu ulogu preuzima
Blade, kako bi kod bio sˇto elegantniji i cˇitljiviji na nacˇin opisan u sekciji Prikazivanje
podataka, uvjetne naredbe i petlje poglavlja 3.3.
Pogled je dio aplikacije vidljiv korisniku, za razliku od kontrolera i modela koji
su pozadinski dio aplikacije, te se stoga on definira pomoc´u prezentacijskog jezika
HTML, stilskog jezika CSS, te skriptnih jezika CSS i JSON koji se izvode u web-
pregledniku na strani korisnika. Pogledi su spremljeni u resources\views direktoriju
i zavrsˇavaju nastavkom blade.php.
4.3 Controller
Kontroler djeluje kao usmjeravanje prometa izmedu Pogleda i Modela. Zadatak
kontrolera je obradivati podatke poslane od strane korisnika i prevesti ih u radnje
koje model treba poduzeti. On, dakle, odgovara na HTTP zahtjeve i pristupa GET,
POST i ostalim PHP varijablama koje reprezentiraju podatke koje je poslao korisnik.
Osim toga, kontroler radi upit na modelu, te na temelju odgovora priprema po-
datke i odabire prikladni pogled koji c´e ih prikazati. Mozˇemo ga nazvati posrednikom
izmedu modela i pogleda.
Kontroler u Laravelu
U Laravelu je uobicˇajeno da izmedu kontrolera i modela postoji 1:1 koresponden-
cija, odnosno najcˇesˇc´e za svaku model klasu postoji odgovarajuc´a kontroler klasa. To
rezultira laksˇim rukovanjem s modelima jer u odredenom kontroleru stoje funkcije za
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upravljanje podacima odgovarajuc´eg modela. Kontrolerima se na taj nacˇin grupira
logika rjesˇavanja povezanih korisnicˇkih zahtjeva u zajednicˇku klasu.
Svi kontroleri nasljeduju baznu klasu Controller i pohranjuju se u direktoriju
app/Http/Controllers/. Artisan naredbom make:controller kreiramo novi kontroler
za upravljanje, npr. nekretninama:
php␣artisan␣make:controller␣EstatesController
te na taj nacˇin dobivamo novostvoreni kontroler:
<?php
namespace␣App\Http\Controllers;
use␣App\Estate;
use␣Illuminate\Http\Request;
class␣EstatesController␣extends␣Controller
{
␣␣␣␣//
}
Sada, u tom kontroleru, mozˇemo implementirati index metodu koja po konvenciji
pokazuje sve instance odredenog modela, u ovom slucˇaju sve nekretnine, te show
metodu koja nam pokazuje odredenu nekretninu:
<?php
...
class␣EstatesController␣extends␣Controller
{
␣␣␣public␣function␣index()
␣␣␣␣{
␣␣␣␣␣␣␣␣$estates␣=␣Estate::all();
␣␣␣␣␣␣␣␣return␣view('estates.index',␣compact('estates'));
␣␣␣␣}
␣␣␣␣public␣function␣show($id)
␣␣␣␣{
␣␣␣␣␣␣␣␣$estate␣=␣Estate::find($id);
␣␣␣␣␣␣␣␣return␣view('estates.show',␣compact('estate'));
␣␣␣␣}
}
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Proucˇimo sˇto u prijasˇnjem kodu zapravo radi kontroler kroz metodu show. Kon-
troler prima zahtjev od korisnika te zakljucˇuje da mora dohvatiti iz baze podataka
odredenu nekretninu. Stoga, kroz Estate model, on radi upit na tablicu baze po-
dataka za odredenom nekretninom (Estate::find($id);). Zatim preuzima tu ins-
tancu klase modela nekretnine i prosljeduje ju prezentacijskom sloju, odnosno pogledu
estates/show.blade.php, kako bi taj pogled mogao generirati potreban HTML kod
za prikaz nekretnine korisniku. Kontroler na taj nacˇin, zapravo, upravlja modelom i
pogledima.
Resursni kontroler
Kada bismo htjeli implementirati kontroler koji za nekretninu definira sve CRUD
metode:
• index – za prikazivanje liste svih resursa
• create – prikazuje formu za kreiranje resursa
• store – sprema novokreirani resurs u bazu
• show – prikazuje odredeni resurs
• edit – prikazuje formu za uredivanje podataka resursa
• update – azˇuriraj odredeni resurs u bazi
• destroy – izbriˇsi odredeni resurs iz baze
to bismo ucˇili jednostavno pomoc´u Artisan naredbe:
php␣artisan␣make:controller␣EstatesController␣--resource
Ta naredba c´e kreirati kontroler u app/Http/Controllers/EstatesController.php,
koji c´e sadrzˇavati metodu za svaku od raspolozˇivih resursnih operacija, te ga zato
nazivamo resursnim kontrolerom.
Kod novostvorenog resursnog kontrolera:
<?php
namespace␣App\Http\Controllers;
use␣Illuminate\Http\Request;
use␣App\Estate;
use␣App\User;
class␣EstatesController␣extends␣Controller
{
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␣␣␣␣/**
␣␣␣␣␣*␣Display␣a␣listing␣of␣the␣resource.
␣␣␣␣␣*
␣␣␣␣␣*␣@return␣\Illuminate\Http\Response
␣␣␣␣␣*/
␣␣␣␣public␣function␣index()
␣␣␣␣{
␣␣␣␣␣␣␣␣//
␣␣␣␣}
␣␣␣␣/**
␣␣␣␣␣*␣Show␣the␣form␣for␣creating␣a␣new␣resource.
␣␣␣␣␣*
␣␣␣␣␣*␣@return␣\Illuminate\Http\Response
␣␣␣␣␣*/
␣␣␣␣public␣function␣create()
␣␣␣␣{
␣␣␣␣␣␣␣␣//
␣␣␣␣}
␣␣␣␣/**
␣␣␣␣␣*␣Store␣a␣newly␣created␣resource␣in␣storage.
␣␣␣␣␣*
␣␣␣␣␣*␣@param␣␣\Illuminate\Http\Request␣␣$request
␣␣␣␣␣*␣@return␣\Illuminate\Http\Response
␣␣␣␣␣*/
␣␣␣␣public␣function␣store(Request␣$request)
␣␣␣␣{
␣␣␣␣␣␣␣␣//
␣␣␣␣}
␣␣␣␣/**
␣␣␣␣␣*␣Display␣the␣specified␣resource
␣␣␣␣␣*␣@param␣␣\App\Estate␣␣$estate
␣␣␣␣␣*␣@return␣\Illuminate\Http\Response
␣␣␣␣␣*/
␣␣␣␣public␣function␣show(Estate␣$estate)
␣␣␣␣{
␣␣␣␣␣␣␣␣//
␣␣␣␣}
␣␣␣␣/**
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␣␣␣␣␣*␣Show␣the␣form␣for␣editing␣the␣specified␣resource.
␣␣␣␣␣*␣@param␣␣\App\Estate␣␣$estate
␣␣␣␣␣*␣@return␣\Illuminate\Http\Response
␣␣␣␣␣*/
␣␣␣␣public␣function␣edit(Estate␣$estate)
␣␣␣␣{
␣␣␣␣␣␣␣␣//
␣␣␣␣}
␣␣␣␣/**
␣␣␣␣␣*␣Update␣the␣specified␣resource␣in␣storage.
␣␣␣␣␣*
␣␣␣␣␣*␣@param␣␣\Illuminate\Http\Request␣␣$request
␣␣␣␣␣*␣@param␣␣\App\Estate␣␣$estate
␣␣␣␣␣*␣@return␣\Illuminate\Http\Response
␣␣␣␣␣*/
␣␣␣␣public␣function␣update(Request␣$request,␣Estate␣$estate)
␣␣␣␣{
␣␣␣␣␣␣␣␣//
␣␣␣␣}
␣␣␣␣/**
␣␣␣␣␣*␣Remove␣the␣specified␣resource␣from␣storage.
␣␣␣␣␣*
␣␣␣␣␣*␣@param␣␣\App\Estate␣␣$estate
␣␣␣␣␣*␣@return␣\Illuminate\Http\Response
␣␣␣␣␣*/
␣␣␣␣public␣function␣destroy(Estate␣$estate)
␣␣␣␣{
␣␣␣␣␣␣␣␣//
␣␣␣␣}
}
Ako dodatno zˇelimo da metode resursnog kontrolera upuc´uju na odgovarajuc´i
model, pri generiraju kontrolera dodajemo --model opciju:
php␣artisan␣make:controller␣EstatesController␣--resource␣--model=Estate
Na korisniku je sada samo da metode kontrolera popuni na nacˇin prilagoden njegovoj
aplikaciji.
Poglavlje 5
Tok usmjeravanja
Nakon sˇto smo shvatili kako MVC funkcionira, potrebno je ljepilo koje c´e povezati
te tri komponente, odnosno koje c´e raditi usmjeravanje kroz aplikaciju na odredeni
kontroler ili pogled. Laravel, josˇ jednom, i to ima rijesˇeno. Pruzˇa nam pomoc´ u
usmjeravanju, u stvaranju URL-ova za aplikaciju, pri izgradnji linkova iz predlozˇaka
te pri generiranju odgovora preusmjeravanja na drugi dio aplikacije.
Za usmjeravanje u Laravelu koristi se klasa Route. Instancu klase Route zvati c´emo
’ruta’. U najjednostavnijem slucˇaju ruta prihvac´a dva parametra: URI (Uniform
Resource Identifier)1 i metodu:
Route::get('foo',␣function␣()␣{
␣␣␣␣return␣'Hello␣World';
});
Sve definicije ruta pohranjene su u routes direktoriju, koji sadrzˇi cˇetiri datoteke:
• web.php
• api.php
• console.php
• channels.php
Te datoteke okruzˇenje samostalno automatski ucˇitava. Rutama su dodijeljene grupe,
ovisno o tome koje znacˇajke pruzˇaju. Datoteka web.php sadrzˇi rute koje su smjesˇtene
u web␣middleware grupu, koja omoguc´uje sesije i CSRF zasˇtitu. Vec´ina, a ponekad i
sve rute aplikacije, biti c´e definirane u toj datoteci. Rutama definiranim u njoj mozˇe
se pristupiti unosom URL-a odredene rute u preglednik.
1URI je jedinstveni identifikator. Sastoji se od niza znakova koji se koristi za oznacˇavanje resursa
kao sˇto su web stranice.
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Na primjer, sljedec´oj ruti:
Kod 5.1: Ruta za prikaz svih nekretnina
Route::get('/estates',␣'EstatesController@index');
mozˇemo pristupiti ako u svom pregledniku unesemo http://homey.test/estates.
Klasa Route nam omoguc´uje registraciju ruta koje odgovaraju bilo kojoj HTTP
metodi:
Route::get($uri,␣$callback);
Route::post($uri,␣$callback);
Route::put($uri,␣$callback);
Route::patch($uri,␣$callback);
Route::delete($uri,␣$callback);
Route::options($uri,␣$callback);
Ponekad je potrebno registrirati rutu koja odgovara na viˇse ili cˇak na sve HTTP
glagole. To cˇinimo pomoc´u match i any metoda:
Route::match(['get',␣'post'],␣'/',␣function␣()␣{
␣␣␣␣//
});
Route::any('foo',␣function␣()␣{
␣␣␣␣//
});
Kako datoteka web.php ne bi postala puna implementacije funkcija na koje preus-
mjeravamo, klasa Route omoguc´ava nam preusmjeravanja i na Blade poglede i metode
kontrolera. Blade pogledi mogu biti vrac´eni iz rute koristec´i globalni view pomagacˇ:
Route::get('blade',␣function␣()␣{
␣␣␣␣return␣view('child');
});
POGLAVLJE 5. USMJERAVANJE 33
5.1 Rute koje usmjeravaju na kontroler
Zamislimo formu za kreiranje novog oglasa za nekretninu, te na dnu te forme
gumb Submit, sˇto znacˇi da zˇelimo spremiti taj oglas. Ono sˇto bi aplikacija u tre-
nutku pritiska gumba trebala napraviti je poslati te podatke kontroleru koji upravlja
nekretninama, kako bi on dao naredbu modelu da ih spremi u bazu. Kada sˇaljemo
podatke to radimo pomoc´u HTTP metode POST, a forma poprima sljedec´i oblik:
<form␣method="POST"␣action='/estates'>
...
␣␣<div␣class="form-group␣">
␣␣␣␣<button␣type="submit"␣class="btn␣btn-primary">Submit</button>
␣␣</div>
</form>
Vidimo da je metoda postavljena na POST, dok za URI gledamo akciju koja je pos-
tavljena na /estates. S obzirom da ruta prihvac´a kao parametre URI i metodu,
potrebno je napisati rutu koja c´e podatke preusmjeriti odgovarajuc´oj metodi u od-
govarajuc´em kontroleru:
Kod 5.2: Ruta koja preusmjerava na metodu kontrolera
Route::metoda('uri',␣'ImeKontrolera@metodaKontrolera');
//Za␣primjer␣sa␣spremanjem␣novokreirane␣nekretnine␣ruta␣bi␣izgledala␣ovako:
Route::post('/estates',␣'EstatesController@store');
Ovdje je vidljivo da nismo naveli puni prostor imena (eng. namespace) kontro-
lera pri definiranju rute kontrolera. To je omoguc´eno jer klasa RouteServiceProvider
ucˇitava datoteke ruta unutar grupe koja sadrzˇi prostor imena, pa se specificira dio na-
ziva klase koji dolazi nakon App\Http\Controllers dijela prostora imena. Kada bismo
se odlucˇili ugnijezditi kontrolere dublje u direktorij App\Http\Controllers bilo bi po-
trebno koristiti ime klase u odnosu na App\Http\Controllers korijen prostora imena.
Npr. ako je puna klasa kontrolera App\Http\Controllers\Estates\AdminController,
rute do kontrolera c´e se registrirati ovako:
Route::get('foo',␣'Estates\AdminController@metoda');
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5.2 Parametri rute
Za dohvac´anje potrebnih informacija iz URL-a, poput npr. ID-a nekretnine, pone-
kad je potrebno izvuc´i odredene segmente URI-ja unutar rute. To cˇinimo definiranjem
parametara rute. Parametri rute uvijek su zatvoreni unutar viticˇastih zagrada i tre-
bali bi se sastojati od abecednih znakova. Ne smiju sadrzˇavati znak ’-’, ali smiju
sadrzˇavati donju crtu ’ ’:
Route::get('estate/{estate_id}',␣'EstatesController@show');
Parametri rute umec´u se u povratne pozive rute/kontrolere na temelju njihovog
redoslijeda, odnosno, imena argumenata nisu bitna. Mozˇemo definirati proizvoljan
broj parametara koji je potreban za rutu:
Route::get('user/{user}/estates/{estate}',␣function␣($userId,␣$estateId)␣{
␣␣␣␣//
});
Ako korisnik zˇeli definirati parametar cˇija prisutnost je opcionalna, to se dobiva
jednostavno postavljanjem upitnika nakon naziva parametra. Osim toga, potrebno
je navesti i zadanu vrijednost odgovarajuc´eg parametra:
Route::get('user/{name?}',␣function␣($name␣=␣null)␣{
␣␣␣␣return␣$name;
});
Route::get('user/{name?}',␣function␣($name␣=␣'Andrej')␣{
␣␣␣␣return␣$name;
});
Takoder, mogu se postaviti uvjeti na format parametra pomoc´u metode where
koja prihvac´a naziv parametra i regularni izraz koji definira ogranicˇenje parametra.
Route::get('user/{name}',␣function␣($name)␣{
␣␣␣␣//
})->where('name',␣'[A-Za-z]+');
Route::get('user/{id}/{name}',␣function␣($id,␣$name)␣{
␣␣␣␣//
})->where(['id'␣=>␣'[0-9]+',␣'name'␣=>␣'[a-z]+']);
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Ruta kontrolera s jednom metodom
Ako kontroler pak upravlja samo jednom metodom, nju mozˇemo nazvati __invoke,
a u registriranju rute za takav kontroler nije potrebno specificirati metodu:
<?php
namespace␣App\Http\Controllers;
use␣App\User;
use␣App\Http\Controllers\Controller;
class␣ShowProfile␣extends␣Controller
{
␣␣␣␣/**
␣␣␣␣␣*␣Show␣the␣profile␣for␣the␣given␣user.
␣␣␣␣␣*␣@param␣␣int␣␣$id
␣␣␣␣␣*␣@return␣Response
␣␣␣␣␣*/
␣␣␣␣public␣function␣__invoke($id)
␣␣␣␣{
␣␣␣␣␣␣␣␣return␣view('user.profile',␣['user'␣=>␣User::findOrFail($id)]);
␣␣␣␣}
}
//ruta␣u␣web.php␣:
Route::get('user/{id}',␣'ShowProfile');
5.3 Resursne rute
Postoji konvencija koju se najcˇesˇc´e posˇtuje, gdje odredena HTTP metoda zajedno
s odredenim URI-jem upuc´uju na ocˇekivanu akciju. Vidjeli smo u primjeru sa spre-
manjem novokreirane nekretnine (kod 5.2) da metoda POST uz URI /estates vodi
akciji store, te iz koda 5.1 da metoda GET uz isti URI vodi akciji index.
Kako ne bismo morali pamtiti te konvencije, ako koristimo resursni kontroler koji
implementira metode za sve HTTP glagole, mozˇemo jednostavno registrirati resursnu
rutu do kontrolera:
Route::resource('estates',␣'EstatesController');
Ova jedna ruta stvara viˇsestruke rute za upravljanje razlicˇitim akcijama na resursu.
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Generirani resursni kontroler vec´ c´e imati kostur metoda za svaku od tih akcija,
ukljucˇujuc´i informacije o HTTP glagolima i URI-jima koje one obraduju:
HTTP glagol URI Akcija Ime rute
GET /estates index estates.index
GET /estates/create create estates.create
POST /estates store estates.store
GET /estates/{estate} show estates.show
GET /estates/{estate}/edit edit estates.edit
PUT/PATCH /estates/{estate} update estates.update
DELETE /estates/{estate} destroy estates.destroy
Moguc´e je registrirati i viˇse resursnih kontrolera odjednom prosljedujuc´i polje
metodi resources
Route::resources([
␣␣␣␣'estates'␣=>␣'EstatesController'
␣␣␣␣'photos'␣=>␣'PhotosController',
]);
Parcijalne resursne rute
Pri deklariranju resursne rute moguc´e je navesti podskup akcija koje bi kontroler
trebao izvrsˇavati, umjesto cijelog skupa zadanih akcija:
Route::resource('estate',␣'EstatesController',␣['only'␣=>␣[
␣␣␣␣'index',␣'show'
]]);
Route::resource('estate',␣'EstatesController',␣['except'␣=>␣[
␣␣␣␣'create',␣'store',␣'update',␣'destroy'
]]);
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Dopunjavanje resursnog kontrolera
Ako su u resursnom kontroleru definirane neke akcije osim zadanih akcija, po-
trebno je dodati rute do resursnog kontrolera za te akcije. Te rute potrebno je defini-
rati prije poziva Route::resource, jer inacˇe rute definirane resource metodom mogu
nenamjerno imati prednost nad svojim dopunskim rutama:
Route::get('estates/popular',␣'EstatesController@method');
Route::resource('estates',␣'EstatesController');
Pred-memoriranje ruta
Kada aplikacija koristi iskljucˇivo rute temeljene na kontrolerima, preporucˇa se
koristiti Laravelovo pred-memoriranje ruta (eng. Route caching). Upotreba pred-
memorije ruta znacˇajno c´e smanjiti vrijeme potrebno za registraciju svih ruta apli-
kacije, u nekim slucˇajevima cˇak do sto puta. Generiranje pred-memorije ruta dobiva
se izvrsˇavanjem Artisan naredbe:
php␣artisan␣route:cache
Nakon pokretanja ove naredbe, datoteka s pred-memorijom ruta biti c´e ucˇitana na
svaki zahtjev. Dakako, u trenutku dodavanja novih ruta, potrebno je generirati
novu pred-memoriju ruta pa je stoga preporucˇljivo naredbu route:cache izvrsˇiti samo
jednom, pri objavi aplikacije. No, postoji i naredba route:clear za cˇiˇsc´enje pred-
memorije ruta:
php␣artisan␣route:clear
Poglavlje 6
Baza podataka
Laravel cˇini interakciju s bazama podataka iznimno jednostavnom koristec´i sirovi
SQL, graditelj upita i Eloquent ORM. Sadrzˇi migracije koje su poput verzije kon-
trole za bazu podataka, podrsˇku za odgodeno brisanje zapisa u bazama podataka te
podrzˇava velik broj sustava za upravljanje bazama podataka:
1. MySQL
2. MariaDB
3. PostgreSQL
4. SQLite
5. SQL Server.
6.1 Postavljanje baze podataka
Konfiguracija baze podataka za aplikaciju nalazi se u config/database.php. U
toj datoteci potrebno je definirati sve veze baze podataka, kao i odrediti koja c´e veza
biti koriˇstena prema zadanim postavkama:
'default'␣=>␣env('DB_CONNECTION',␣'mysql'),
Takoder, za laksˇe konfiguriranje, u datoteci se nalaze primjeri za vec´inu podrzˇanih
sustava baze podataka, npr. za sqlite i mysql:
38
POGLAVLJE 6. BAZA PODATAKA 39
'connections'␣=>␣[
␣␣␣␣'sqlite'␣=>␣[
␣␣␣␣␣␣␣␣'driver'␣=>␣'sqlite',
␣␣␣␣␣␣␣␣'database'␣=>␣env('DB_DATABASE',␣database_path('database.sqlite')),
␣␣␣␣␣␣␣␣'prefix'␣=>␣'',
␣␣␣␣],
␣␣␣␣'mysql'␣=>␣[
␣␣␣␣␣␣␣␣'driver'␣=>␣'mysql',
␣␣␣␣␣␣␣␣'host'␣=>␣env('DB_HOST',␣'127.0.0.1'),
␣␣␣␣␣␣␣␣'port'␣=>␣env('DB_PORT',␣'3306'),
␣␣␣␣␣␣␣␣'database'␣=>␣env('DB_DATABASE',␣'forge'),
␣␣␣␣␣␣␣␣'username'␣=>␣env('DB_USERNAME',␣'forge'),
␣␣␣␣␣␣␣␣'password'␣=>␣env('DB_PASSWORD',␣''),
␣␣␣␣␣␣␣␣'unix_socket'␣=>␣env('DB_SOCKET',␣''),
␣␣␣␣␣␣␣␣'charset'␣=>␣'utf8mb4',
␣␣␣␣␣␣␣␣'collation'␣=>␣'utf8mb4_unicode_ci',
␣␣␣␣␣␣␣␣'prefix'␣=>␣'',
␣␣␣␣␣␣␣␣'strict'␣=>␣true,
␣␣␣␣␣␣␣␣'engine'␣=>␣null,
␣␣␣␣],
␣␣␣␣...
],
Prema zadanim postavkama, Laravelov primjer konfiguracije okoline spreman je
za koriˇstenje uz Laravelov Homestead. No naravno, korisnik mozˇe napraviti i bazu
podataka dediciranu njegovom projektu. Iz Homestead virtualne okoline potrebno je
spojiti se s MySQL-om preko homestead korisnika i kreirati bazu podataka:
mysql␣-uhomestead␣-p
//␣lozinka␣za␣homestead␣je␣'secret'
create␣database␣homey;
grant␣usage␣on␣*.*␣to␣homey@localhost␣identified␣by␣'password';
//odobravanje␣pristupa␣bazi␣podataka␣homey
grant␣all␣privileges␣on␣homey.*␣to␣homey@localhost;
//ponovno␣ucitavanje␣novododijeljenih␣dozvola␣pristupa
flush␣privileges;
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Na taj nacˇin kreirana je baza podataka za projekt homey. Sada je josˇ bitno
zabiljezˇiti odabranu lozinku, te urediti datoteku .env projekta, mijenjajuc´i vrijednosti
parametara baze podataka:
DB_HOST=127.0.0.1
DB_PORT=3306
DB_DATABASE=homey
DB_USERNAME=root
DB_PASSWORD=password
6.2 Migracije
Jedan od tesˇkih zadataka za razvojne programere je drzˇati sinkroniziranom bazu
podataka medu razvojnim racˇunalima. Umjesto da svaki programer unutar tima
mora dodati stupac u lokalnu shemu baze podataka, Laravel Migrations (migracije)
rjesˇavaju taj problem. Migracije su kao kontrola verzije baze podataka, omoguc´ujuc´i
timu da jednostavno izmijeni i podijeli shemu baze podataka aplikacije. Dok god
se sav posao vezan za baze podataka piˇse u migracijama, moguc´e je jednostavno
migrirati promjene u bilo koje drugo razvojno racˇunalo.
Migracije se obicˇno uparuju s Laravelovim alatom za izradu sheme, kako bismo
lako izgradili shemu baze podataka aplikacije. Laravelova Schema fasada1 pruzˇa
podrsˇku bazama podataka za kreiranje i manipuliranje tablicama u svim Laravelovim
sustavima baze podataka. Schema fasadu mozˇemo lako dohvatiti koristec´i:
use␣Illuminate\Support\Facades\DB;
Kreiranje migracija
Za kreiranje migracije, koja c´e ukazivati na novi dio sheme baze podataka, koristi
se Artisan naredba make:migration :
php␣artisan␣make:migration␣create_estates_table
Nova migracija biti c´e pohranjena u database/migrations direktoriju. Svako ime
datoteke migracije sadrzˇi vremenski zˇig kako bi Laravel znao odrediti poredak migra-
cija.
1Pogledati sekciju 3.4.
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Pomoc´u migracije mozˇemo automatski kreirati i tablicu baze podataka cˇija je
shema prikazana tom migracijom. Opcijom --create zadajemo ime tablice koja c´e
se kreirati:
php␣artisan␣make:migration␣create_estates_table␣--create=estates
Struktura migracije
Klasa migracije sastoji se od dvije metode: up i down. Metoda up koristi se za
dodavanje novih tablica, stupaca ili indekasa tablici, dok bi down metoda trebala
poniˇstiti postupke izvrsˇene metodom up. Unutar ovih metoda koristi se Laravelov
alat za izradu shema zvan Schema Builder, namijenjen za stvaranje i modificiranje
tablica.
Pokretanjem naredbe
php␣artisan␣make:migration␣create_estates_table␣--create=estates
kreira se zadana klasa migracije, koja prosˇiruje klasu Migration:
<?php
use␣Illuminate\Support\Facades\Schema;
use␣Illuminate\Database\Schema\Blueprint;
use␣Illuminate\Database\Migrations\Migration;
class␣CreateEstatesTable␣extends␣Migration
{
␣␣␣␣/*␣Run␣the␣migrations.*/
␣␣␣␣public␣function␣up()
␣␣␣␣{
␣␣␣␣␣␣␣␣Schema::create('estates',␣function␣(Blueprint␣$table)␣{
␣␣␣␣␣␣␣␣␣␣␣␣$table->increments('id');
␣␣␣␣␣␣␣␣␣␣␣␣$table->timestamps();
␣␣␣␣␣␣␣␣});
␣␣␣␣}
␣␣␣␣/*␣Reverse␣the␣migrations.␣*/
␣␣␣␣public␣function␣down()
␣␣␣␣{
␣␣␣␣␣␣␣␣Schema::dropIfExists('estates');
␣␣␣␣}
}
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Za kreiranje nove tablice baze podataka, koristi se create metoda Schema fasade.
Prihvac´a dva argumenta, prvo je ime tablice, a drugo je funkcija koja prima Blueprint
objekt. Schema fasada sadrzˇi razlicˇite vrste stupaca koje je moguc´e odrediti prilikom
izrade tablica. Neke od njih su:
$table->boolean('confirmed');
$table->char('name',␣100);
$table->dateTime('created_at');
$table->double('amount',␣8,␣2);
$table->increments('id');␣//␣auto-inkrementirajuci␣pozitivan␣cijeli␣broj
$table->string('name',␣100);␣//␣ekvivalent␣VARCHAR␣tipu␣sa␣opcionalnom␣
duljinom
$table->text('description');
$table->year('birth_year');
Ostale je moguc´e pronac´i na [14].
Osim vrsta stupaca, postoji i nekoliko modifikatora stupaca koje je moguc´e koris-
titi prilikom dodavanja stupaca u tablicu baze podataka. Najcˇesˇc´e koriˇsteni su:
->default($value)␣␣␣//␣Navodjenje␣zadane␣vrijednosti␣za␣stupac
->nullable()␣␣␣␣␣␣␣␣//␣Dopusta␣da␣NULL␣vrijednost␣bude␣unesena␣u␣stupac
->unsigned()␣␣␣␣␣␣␣␣//␣Postavlja␣INTEGER␣stupac␣kao␣UNSIGNED
->after('column')␣␣␣//␣Postavlja␣stupac␣iza␣drugog␣stupca
Indeksi
Schema fasada podrzˇava nekoliko vrsta indekasa. Za kreiranje jedinstvenog in-
deksa, dodaje se unique metoda na kraj definicije stupca:
$table->string('email')->unique();
Alternativno, indeks je moguc´e definirati i nakon definicije stupca.
$table->unique('email');
Kako bismo stvorili slozˇeni indeks, moguc´e je metodi index proslijediti niz stupaca:
$table->index(['account_id',␣'created_at']);
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Koriˇstenjem dosad spomenutih alata kreiramo tablicu za nekretnine:
<?php
use␣Illuminate\Support\Facades\Schema;
use␣Illuminate\Database\Schema\Blueprint;
use␣Illuminate\Database\Migrations\Migration;
class␣CreateEstatesTable␣extends␣Migration
{
␣␣␣public␣function␣up()
␣␣␣␣{
␣␣␣␣␣␣␣␣Schema::create('estates',␣function␣(Blueprint␣$table)␣{
␣␣␣␣␣␣␣␣␣␣␣␣$table->increments('id');
␣␣␣␣␣␣␣␣␣␣␣␣$table->integer('user_id')->index();
␣␣␣␣␣␣␣␣␣␣␣␣$table->string('town')->index();
␣␣␣␣␣␣␣␣␣␣␣␣$table->string('neighbourhood')->index();
␣␣␣␣␣␣␣␣␣␣␣␣$table->string('address');
␣␣␣␣␣␣␣␣␣␣␣␣$table->integer('price')->unsigned()->index();
␣␣␣␣␣␣␣␣␣␣␣␣$table->string('title');
␣␣␣␣␣␣␣␣␣␣␣␣$table->string('description');
␣␣␣␣␣␣␣␣␣␣␣␣$table->timestamps();
␣␣␣␣␣␣␣␣});
␣␣␣␣}
␣␣␣␣public␣function␣down()
␣␣␣␣{
␣␣␣␣␣␣␣␣Schema::dropIfExists('estates');
␣␣␣␣}
}
Dodavanje novih migracija
Kad ne kreiramo novu, vec´ samo mijenjamo postojec´u tablicu, dodajemo nove
migracije koje prikazuju mijenjanje te tablice. Tada, uz naredbu migrate, koristimo
opciju --table:
php␣artisan␣make:migration␣add_price_to_estates_table␣--table=estates
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Kad implementiramo metode up i down, koristimo Schema::table() metodu:
public␣function␣up()
{
␣␣␣␣Schema::table('estates',␣function($table)␣{
␣␣␣␣␣␣␣␣$table->double('surface')->index();
␣␣␣␣});
}
Za dodavanje novog stupca iza stupca ’title’ koristi se:
$table->double('surface')->index()->after('title');
Pri kreiranju migracije koja dodaje novi stupac u tablicu, ne smije se zaboraviti
implementacija metode uklanjanja istog stupca:
public␣function␣down()
{
␣␣␣␣Schema::table('estates',␣function($table)␣{
␣␣␣␣␣␣␣␣$table->dropColumn('surface');
␣␣␣␣});
}
Pokretanje i uklanjanje migracija
Za pokretanje izvrsˇavanja migracija koje nisu dosad izvrsˇene, poziva se Artisan
naredba za migraciju:
php␣artisan␣migrate
Za poniˇstavanje migracije, odnosno vrac´anje procesa migriranja unatrag, mozˇe se
koristiti nekoliko naredbi:
php␣artisan␣migrate:rollback
php␣artisan␣migrate:rollback␣--step=5
Naredba rollback uklanja posljednju skupinu migracija, sˇto mozˇe ukljucˇivati viˇse
migracijskih datoteka. Moguc´e je ukloniti ogranicˇen broj migracija dodavanjem step
opcije rollback naredbi. Naredba koja c´e ukloniti sve migracije aplikacije zove se
migrate:reset:
php␣artisan␣migrate:reset
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Za ucˇinkovito rekreiranje cijele baze podataka koristi se naredba migrate:refresh.
Ova naredba uklanja sve migracije aplikacije, te zatim izvrsˇava migrate naredbu:
php␣artisan␣migrate:refresh
Naredba:
php␣artisan␣migrate:fresh
c´e ispustiti sve tablice iz baze podataka, a zatim izvrsˇiti migrate naredbu.
Model i migracije
Kad se generira model, mozˇe se istovremeno kreirati i kontroler za model, doda-
vanjem opcije -c␣ili␣--controller. Ako pak, uz model zˇelimo kreirati migracijsku
datoteku, treba dodati opciju -m ili --migration.
php␣artisan␣make:model␣Estate␣--controller
php␣artisan␣make:model␣Estate␣--migration
Ako, uz model treba kreirati i migracijsku datoteku i kontroler, dodaje se opcija -mc:
php␣artisan␣make:model␣Estate␣-mc
6.3 Pokretanje neobradenih SQL upita
Nakon konfiguriranja veze s bazom podataka i kreiranja tablica, moguc´e je pokre-
tati upite pomoc´u DB fasade. Ona pruzˇa metode za sve vrste upita baze podataka:
select, update, insert, delete i statement. DB fasadu dohvac´amo koristec´i:
use␣Illuminate\Support\Facades\DB;
Naredba Select
Kako bismo pokrenuli osnovni upit, mozˇemo koristiti select metodu DB fasade:
public␣function␣index()
␣␣{
␣␣␣␣␣␣$estates␣=␣DB::select('select␣*␣from␣estates␣where␣active␣=␣?',␣[1]);
␣␣␣␣␣␣return␣view('estates.index',␣['estates'␣=>␣$estates]);
␣␣}
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Prvi argument proslijeden metodi je neobraden SQL upit, a drugi argument je
parametar koji treba vezati za upit. Obicˇno su to vrijednosti ogranicˇenja where
klauzule. Za predstavljanje veze parametra, umjesto koriˇstenja upitnika, upit je
moguc´e izvrsˇiti pomoc´u imenovanih veza:
␣$results␣=␣DB::select('select␣*␣from␣estates␣where␣id␣=␣:id',␣['id'␣=>␣
1]);
Metoda select uvijek c´e vratiti niz rezultata. Svaki rezultat unutar polja bit c´e PHP
StdClass objekt koji omoguc´uje pristup vrijednostima rezultata:
␣foreach␣($estates␣as␣$estate)␣{
␣␣␣␣echo␣$estate->title;
}
Naredba Insert
Za umetanje podataka u bazu podataka koristi se metoda insert DB fasade.
Kao i select, ova metoda prima neobradeni SQL upit kao prvi argument, te vezu
parametra kao drugi argument:
␣DB::insert('insert␣into␣users␣(id,␣name)␣values␣(?,␣?)',␣[1,␣'Dayle']);
Naredba Update
Za azˇuriranje postojec´ih zapisa u bazi podataka koristi se metoda update. Ona
vrac´a broj redaka na koje iskaz utjecˇe:
␣$affected␣=␣DB::update('update␣users␣set␣votes␣=␣100␣where␣name␣=␣?',␣
['John']);
Naredba Delete
Metoda delete koristi se za brisanje zapisa iz baze podataka. Slicˇno kao i metoda
update, vrac´a broj promijenjenih redaka.
␣$deleted␣=␣DB::delete('delete␣from␣users');
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Generalna naredba
Neki iskazi baza podataka ne vrac´aju nikakvu vrijednost, pa se za takve vrste
operacija koristi statement metoda:
␣DB::statement('drop␣table␣users');
6.4 Graditelj upita
Osim neobradenih upita na bazu podataka, Laravel pruzˇa korisniku svoj graditelj
upita, koji korisnika opskrbljuje tecˇnim sucˇeljem za kreiranje i pokretanje upita baze
podataka.
Graditelj upita namijenjen je za obavljanje vec´ine operacija baze podataka u
aplikaciji te radi na svim podrzˇanim sustavima baze podataka.
Laravelov graditelj upita koristi PDO2 povezivanje parametara kako bi zasˇtitio
aplikaciju od SQL injection napada3.
Za zapocˇinjanje upita potrebno je iskoristiti table metodu na DB fasadi. table
metoda vrac´a instancu graditelja upita za danu tablicu, omoguc´ujuc´i korisniku pos-
tavljanje viˇse ogranicˇenja na upit i konacˇno dobivanje rezultata pomoc´u get metode.
get metoda vrac´a Illuminate\Support\Collection.
Metode graditelja upita
Za preuzimanje jednog retka tablice baze podataka koristi se metoda first. Ako
nije potreban redak, vec´ jedna vrijednost iz zapisa, koristi se metoda value. Za
preuzimanje kolekcije koja sadrzˇi vrijednost jednog stupca koristi se pluck metoda:
$user␣=␣DB::table('users')->where('name',␣'John')->first();
$email␣=␣DB::table('users')->where('name',␣'John')->value('email');
$roles␣=␣DB::table('roles')->pluck('title',␣'name');
Graditelj upita, takoder, nudi raznovrsne skupne metode, poput count, max, min,
avg i sum.
Nakon konstruiranja upita moguc´e je pozvati bilo koju od ovih metoda. Te metode
moguc´e je kombinirati s ostalim metodama:
2PHP Data Objects je sucˇelje za pristup bazama podataka u PHP-u, bez vezanja kodova s
odredenom bazom podataka.
3SQL injection je tehnika ubacivanja koda koja se koristi za napade aplikacija koje se temelje
na podacima. Napadi se vrsˇe na nacˇin da se maliciozni SQL izrazi umetnu u polje za unos.
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$price␣=␣DB::table('estates')
␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣->where('town',␣'Zagreb')
␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣->avg('price');
Naredbe kombiniranja te unije
Graditelj upita omoguc´uje pisanje i leftJoin, crossJoin te union naredbi:
$users␣=␣DB::table('users')
␣␣␣␣␣␣␣␣␣␣␣␣->leftJoin('posts',␣'users.id',␣'=',␣'posts.user_id')
␣␣␣␣␣␣␣␣␣␣␣␣->get();
$users␣=␣DB::table('sizes')
␣␣␣␣␣␣␣␣␣␣␣␣->crossJoin('colours')
␣␣␣␣␣␣␣␣␣␣␣␣->get();
$first␣=␣DB::table('users')
␣␣␣␣␣␣␣␣␣␣␣␣->whereNull('first_name');
$users␣=␣DB::table('users')
␣␣␣␣␣␣␣␣␣␣␣␣->whereNull('last_name')
␣␣␣␣␣␣␣␣␣␣␣␣->union($first)
␣␣␣␣␣␣␣␣␣␣␣␣->get();
Naredba Where
Za dodavanje where klauzule upitu, korisnik mozˇe koristiti where metodu na ins-
tanci graditelja upita. Najosnovniji poziv where naredbe zahtijeva tri argumenta.
Prvi argument je ime stupca, drugi argument je operator koji mozˇe biti bilo koji
od podrzˇanih operatora baze podataka. Konacˇno, trec´i argument je vrijednost koju
treba procijeniti u stupcu:
$users␣=␣DB::table('users')->where('age',␣'>=',␣24)->get();
Osim najjednostavnije verzije, za specificˇno definiranje uvjeta postoji josˇ mnosˇtvo
metoda, poput:
whereBetween␣/␣whereNotBetween
whereIn␣/␣whereNotIn
whereNull␣/␣whereNotNull
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whereDate␣/␣whereMonth␣/␣whereDay␣/␣whereYear␣/␣whereTime
whereColumn
Naredbe Insert, Update i Delete
Metoda insert prihvac´a polje imena stupaca i vrijednosti. Moguc´e je unijeti
nekoliko zapisa u tablicu s jednim pozivom za umetanje, prosljedivanjem polja polja.
Svako polje predstavlja redak koji treba umetnuti u tablicu:
DB::table('users')->insert([
␣␣␣␣['email'␣=>␣'taylor@example.com',␣'votes'␣=>␣0],
␣␣␣␣['email'␣=>␣'dayle@example.com',␣'votes'␣=>␣0]
]);
Kao dodatak umetanju zapisa u bazu podataka, graditelj upita, takoder, mozˇe
azˇurirati postojec´e zapise pomoc´u update metode. Ona, poput insert metode, pri-
hvac´a niz parova stupaca i vrijednosti, koji sadrzˇe stupce koje treba azˇurirati. Moguc´e
je ogranicˇiti upit za azˇuriranje pomoc´u where klauzule:
DB::table('users')
␣␣␣␣->where('id',␣1)
␣␣␣␣->update(['votes'␣=>␣1]);
Graditelj upita mozˇe se koristiti i za brisanje zapisa iz tablice pomoc´u delete
metode, gdje se, kao i u update naredbi, mozˇe ogranicˇiti upit dodavanjem klauzule
where:
DB::table('users')->where('age',␣'<',␣10)->delete();
U slucˇaju da je potrebno izbrisati cijelu tablicu, koristi se metoda truncate koja
uklanja sve retke te resetira auto-inkrementirajuc´i ID na nulu:
DB::table('users')->truncate();
6.5 Relacije
Tablice baza podataka cˇesto su medusobno povezane. Primjerice, korisnik mozˇe
imati viˇse nekretnina koje oglasˇava ili slika mozˇe biti povezana s nekretninom za
koju je postavljena. Laravelov Eloquent ORM omoguc´uje da upravljanje i rad s ovim
relacijama bude jednostavan te podrzˇava nekoliko razlicˇitih tipova relacija:
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• jedan naprama jedan (eng. One To One)
• jedan naprama viˇse (eng. One To Many)
• viˇse naprama viˇse (eng. Many To Many)
• jedan naprama viˇse kroz posrednu relaciju (eng. Has Many Through)
• polimorfne relacije (eng. Polymorphic Relations)
• viˇse naprama viˇse polimorfnih relacija (eng. Many To Many Polymorphic Re-
lations).
Kao i sami Eloquent modeli, relacije takoder sluzˇe kao snazˇni graditelji upita.
U Eloquent-u se to postizˇe definiranjem relacija kao metoda odgovarajuc´ih modela,
pa je time omoguc´eno moc´no ulancˇavanje upita. Prije prikaza nacˇina upotrebe tih
metoda, potrebno je pojasniti na koji nacˇin se definiraju pojedini tipovi relacija.
Jedan naprama jedan
Jedan naprama jedan relacija je trivijalna relacija koja pokazuje povezanost jedne
instance jednog modela s jednom instancom drugog modela.
Primjerice, u aplikaciji bi moglo biti definirano da korisnik ima jednu sliku. Dakle,
User model je povezan s modelom Avatar. Da bi se definirala ova relacija, potrebno
je dodati avatar metodu u User model. avatar metoda trebala bi pozvati hasOne
metodu i vratiti rezultat:
<?php
namespace␣App;
use␣Illuminate\Database\Eloquent\Model;
class␣User␣extends␣Model
{
␣␣␣␣//␣Uzmi␣profilnu␣sliku␣korisnika
␣␣␣␣public␣function␣avatar()
␣␣␣␣{
␣␣␣␣␣␣␣␣return␣$this->hasOne(Avatar::class);
␣␣␣␣}
}
Argument proslijeden hasOne metodi ime je povezanog modela. Jednom kada je
relacija definirana, Eloquent definira dinamicˇka svojstva pomoc´u kojih je moguc´e
dohvatiti zapis iz baze povezanog modela. Dinamicˇka svojstva omoguc´uju pristup
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relacijskim metodama kao da su svojstva definirana na modelu:
$picture␣=␣User::find(1)->avatar;
Ovdje je, dakle, avatar pozvan kao svojstvo definirano na modelu, a ne kao metoda.
Ovom relacijom omoguc´eno je pristupanje Avatar modelu iz User modela.
Eloquent odreduje strani kljucˇ relacije na temelju imena modela. U ovom slucˇaju,
za Avatar model automatski je pretpostavljeno da ima user_id strani kljucˇ. Ako bi
korisnik zˇelio zaobic´i ovu konvenciju, mogao bi proslijediti drugi argument hasOne
metodi:
return␣$this->hasOne(Avatar::class,␣'foreign_key');
Dodatno, Eloquent pretpostavlja da bi strani kljucˇ trebao imati vrijednost koja
se podudara s id (ili sa zadanim $primaryKey) stupcem roditelja. Drugim rijecˇima,
Eloquent c´e trazˇiti vrijednost korisnikovog id stupca u user_id stupcu od Avatar
zapisa. Ukoliko bi korisnik htio da relacija koristi drugacˇiju vrijednost od id, mogao
bi proslijediti trec´i argument hasOne metodi i odrediti svoj prilagodeni kljucˇ:
return␣$this->hasOne(Avatar::class,␣'foreign_key',␣'local_key');
Inverz relacije
Relaciji hasOne (hrv. ima jedan) moguc´e je definirati inverznu relaciju koristec´i
belongsTo (hrv. pripada) metodu. Programer tada mozˇe definirati relaciju na Avatar
modelu koja c´e mu omoguc´iti pristup instanci User modela cˇija je to slika.
<?php
namespace␣App;
use␣Illuminate\Database\Eloquent\Model;
class␣Avatar␣extends␣Model
{␣␣␣//␣Dohvati␣korisnika␣kojem␣pripada␣slika
␣␣␣␣public␣function␣user()
␣␣␣␣{
␣␣␣␣␣␣␣␣return␣$this->belongsTo(User::class);
␣␣␣␣}
}
POGLAVLJE 6. BAZA PODATAKA 52
U gornjem primjeru c´e Eloquent user_id Avatar modela pokusˇati pridruzˇiti id-u
User modela. Eloquent odreduje zadano ime stranom kljucˇu na nacˇin da provjerava
ime metode relacije te pridodaje imenu metode sufiks _id. Medutim, ako strani kljucˇ
na Avatar modelu nije user_id, moguc´e je proslijediti prilagodeno ime kljucˇa kao
drugi argument do belongsTo metode:
public␣function␣user()
{
␣␣␣␣return␣$this->belongsTo(User::class,␣'foreign_key');
}
Kao i u prosˇloj relaciji, moguc´e je belongsTo metodi proslijediti trec´i argument,
ukoliko roditeljski model ne koristi id kao svoj primarni kljucˇ, time odredujuc´i pri-
lagodeni kljucˇ za roditeljsku tablicu:
public␣function␣user()
{
␣␣␣␣return␣$this->belongsTo(User::class,␣'foreign_key',␣'other_key');
}
Zadani modeli
belongsTo relacija omoguc´ava definiranje zadanog modela koji c´e biti vrac´en ako
je predmetna relacija null. Ovaj uzorak cˇesto je nazivan Null␣Object␣pattern i mozˇe
pomoc´i u brisanju uvjetnih provjera u kodu. U slijedec´em primjeru, user relacija c´e
vratiti prazan App\User model ako nema korisnika pridruzˇenog postu:
public␣function␣user()
{
␣␣␣␣return␣$this->belongsTo(User::class)->withDefault();
}
Kako bi se zadani model popunio atributima, moguc´e je withDefault metodi
proslijediti niz:
public␣function␣user()
{
␣␣␣␣return␣$this->belongsTo(User::class)->withDefault([
␣␣␣␣␣␣␣␣'name'␣=>␣'Guest␣Author',
␣␣␣␣]);
}
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Jedan naprama viˇse
Relacija jedan naprama viˇse koristi se kod definiranja relacija gdje jedan model
ima bilo koju kolicˇinu drugih modela.
Primjerice, korisnik mozˇe imati beskonacˇan broj oglasa nekretnina. Kao i sve
druge Eloquent-ove relacije, jedan naprama viˇse relacije definirane su smjesˇtanjem
metode u Eloquent model:
<?php
namespace␣App;
use␣Illuminate\Database\Eloquent\Model;
class␣User␣extends␣Model
{
␣␣␣␣public␣function␣estates()
␣␣␣␣{
␣␣␣␣␣␣␣␣return␣$this->hasMany(Estate::class);
␣␣␣␣}
}
Kao i kod hasOne metode, moguc´e je zaobic´i strane i lokalne kljucˇeve prosljedivanjem
dodatnih argumenata hasMany metodi:
return␣$this->hasMany('App\Comment',␣'foreign_key');
return␣$this->hasMany('App\Comment',␣'foreign_key',␣'local_key');
Jednom kada je relacija odredena, moguc´e je pristupiti kolekciji nekretnina ko-
ristec´i dinamicˇno estates svojstvo:
$estates␣=␣Auth::user()->estates;
foreach␣($estates␣as␣$estate)␣{
␣␣␣␣//
}
Naravno, zbog toga sˇto relacije sluzˇe i kao graditelji upita, moguc´e je dodati dodatna
ogranicˇenja u dohvac´anju nekretnina, pozivajuc´i se na estates metodu i daljnjim
ulancˇavanjem uvjeta na upit:
$myDeluxeEstates␣=␣Auth::user()->estates()->where('surface','>',␣200);
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Inverz relacije jedan naprama viˇse
Sada kada je moguc´e pristupiti svim nekretninama jednog korisnika, moguc´e je
definirati relaciju koja c´e omoguc´iti nekretnini pristup korisniku koji ju je kreirao.
Da bi se odredio inverz relacije hasMany, potrebno je definirati relacijsku metodu na
modelu-djetetu koji poziva belongsTo metodu:
<?php
namespace␣App;
use␣Illuminate\Database\Eloquent\Model;
class␣Estate␣extends␣Model
{
␣␣␣␣public␣function␣user()
␣␣␣␣{
␣␣␣␣␣␣␣␣return␣$this->belongsTo(User::class);
␣␣␣␣}
}
Sada je moguc´e, pristupanjem user dinamicˇkom svojstvu, pristupiti imenu koris-
nika koji je kreirao nekretninu:
$estate␣=␣App\Estate::find(1);
echo␣$estate->user->name;
Viˇse naprama viˇse
Kod viˇse naprama viˇse relacije, jednom elementu tablice istovremeno pripada viˇse
elemenata druge tablice, te jednom elementu druge tablice pripada viˇse elemenata
prve tablice. Stoga je ta relacija malo kompliciranija te zahtijeva jednu tablicu viˇse.
Primjer takve relacije je ucˇenik koji ide na viˇse predmeta, gdje na iste predmete
idu i drugi ucˇenici. Za definiciju ove relacije potrebne su tri tablice baza podataka:
students, classes i class_student. Tablica class_student izvedena je iz abecednog
poretka povezanih imena modela te sadrzˇi class_id i student_id stupce.
Viˇse naprama viˇse relacije definiraju se pisanjem metode koja vrac´a rezultat
belongsToMany metode. Primjerice, moguc´e je definirati classes metodu na Student
modelu:
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<?php
namespace␣App;
use␣Illuminate\Database\Eloquent\Model;
class␣Student␣extends␣Model
{
␣␣␣␣public␣function␣classes()
␣␣␣␣{
␣␣␣␣␣␣␣␣return␣$this->belongsToMany('App\Class');
␣␣␣␣}
}
Jednom kada je relacija definirana, moguc´e je pristupiti studentovim predmetima
koristec´i se classes dinamicˇkim svojstvom:
$student␣=␣App\Student::find(1);
foreach␣($student->classes␣as␣$class)␣{
␣␣␣␣//
}
Naravno, kao i u ostalim tipovima relacija, moguc´e je pozvati classes metodu
kako bi se nastavilo ulancˇavanje ogranicˇenja upita na relaciju:
$classes␣=␣App\Student::find(1)->classes()->orderBy('name')->get();
Definiranje inverzne relacije
Da bi se definirao inverz viˇse naprama viˇse relacije, potrebno je pozvati metodu
belongsToMany i na povezanom modelu. Nastavno na primjer s predmetima stude-
nata, moguc´e je definirati students metodu na Class modelu:
POGLAVLJE 6. BAZA PODATAKA 56
<?php
namespace␣App;
use␣Illuminate\Database\Eloquent\Model;
class␣Class␣extends␣Model
{
␣␣␣␣public␣function␣students()
␣␣␣␣{
␣␣␣␣␣␣␣␣return␣$this->belongsToMany('App\Student');
␣␣␣␣}
}
Kao sˇto je vidljivo, relacija je definirana tocˇno kao njezin duplikat, s iznimkom
pozivanja na App\Student model. S obzirom da se belongsToMany metoda ponovno is-
koriˇstava, sve uobicˇajene opcije prilagodbe kljucˇa i tablice dostupne su pri definiranju
inverza viˇse naprama viˇse relacija.
Dohvac´anje stupaca tablice posrednika
Rad s viˇse naprama viˇse relacijama zahtijeva prisutnost tablice posrednika. Elo-
quent omoguc´uje neke vrlo korisne nacˇine interakcije s takvom tablicom. Primjerice,
nakon pristupa relaciji svih predmeta jednog studenta, moguc´e je pristupiti tablici
posredniku koristec´i se pivot atributom na modelu:
$student␣=␣App\Student::find(1);
foreach␣($student->classes␣as␣$class)␣{
␣␣␣␣echo␣$class->pivot->created_at;
}
Potrebno je primijetiti da je svakom Class modelu kojeg dohvatimo dodijeljen
pivot atribut. Ovaj atribut sadrzˇi model koji predstavlja tablicu posrednika i mozˇe
biti koriˇsten kao svaki drugi Eloquent-ov model.
Prema zadanim postavkama, samo c´e kljucˇevi modela biti prisutni u pivot ob-
jektu. Ako posredna tablica sadrzˇi dodatne atribute, potrebno je odrediti ih pri
definiranju relacije:
return␣$this->belongsToMany('App\Class')->withPivot('column1',␣'column2');
O ostalim relacijama moguc´e je cˇitati u [7].
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”Lijeno” protiv ”zˇeljnog” dohvac´anja
Na ovaj nacˇin, kroz Eloquent je uvelike olaksˇan pristup povezanim elementima
razlicˇitih tablica. Umjesto pisanja upita bazi za trazˇenje elementa preko njegovog
kljucˇa u drugoj tablici, programer jednostavno koristi dinamicˇna svojstva kao da
su svojstva glavnog modela. No, s Laravelom treba biti oprezan jer cˇesto elementi
okruzˇenja koji jako olaksˇavaju kreiranje sustava programeru, u susˇtini, usporavaju
samu aplikaciju.
Najcˇesˇc´e se dogodi da se cijela aplikacija implementira, a gresˇke se primijete tek
kada bude pusˇtena u koriˇstenje i pojavi se velik broj korisnika. Zbog toga je veoma
bitno proucˇiti kako obavljati upite na bazu da serverski dio aplikacije, odjednom, ne
bi postao prespor za sve zahtjeve koje dobiva.
Naime, dinamicˇna svojstva Laravela, osim svoje prednosti olaksˇavanja pristupa
elemenata, imaju i svoju manu. Ona koriste ”lijeno dohvac´anje”, sˇto znacˇi da c´e
dohvatiti podatke tek kada im se, zapravo, pristupi. Kad bismo, iz primjera gdje
imamo korisnika i njegovu profilnu sliku, htjeli dohvatiti sve korisnike i njihove slike,
pomoc´u dinamicˇnih svojstva to bismo napravili ovako:
$users=␣App\User::all();
foreach($users␣as␣$user{
␣␣␣␣echo␣$user->avatar->path;
}
U ovoj petlji mozˇe se uocˇiti ”N+1” problem upita. Kada bi u aplikaciji postojalo
deset korisnika, prvi upit na bazu bi dohvatio sve korisnike. Kako dinamicˇna svojstva
dohvac´aju podatke tek kada im se pristupi, svaka iteracija iduc´e petlje gdje se dohvac´a
slika korisnika, bila bi novi upit na bazu. Dakle, za deset korisnika, to je josˇ deset
upita na bazu pa je to sveukupno 11, odnosno, 10 + 1 upita na bazu.
Kako bi izbjegli ovaj problem, programeri najcˇesˇc´e koriste ”zˇeljno dohvac´anje”
(eng. ”eager load”) te time smanjuju broj upita na dva. Prilikom upita, moguc´e je
specificirati koja relacija bi trebala biti ”zˇeljno dohvac´ena” pomoc´u with metode:
$users=␣App\User::with('avatar')->get();
foreach($users␣as␣$user{
␣␣␣␣echo␣$user->avatar->path;
}
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Sada c´e samo dva upita biti izvrsˇena:
select␣*␣from␣users
select␣*␣from␣avatars␣where␣id␣in␣(1,␣2,␣3,␣4,␣5,␣...)
Ovo je samo jedan od nacˇina na koji se aplikacija mozˇe ubrzati. Treba razmisliti
i o tome zˇeli li programer svaki put koristiti objekte koje Eloquent stvara iz upita, ili
c´e aplikacija brzˇe raditi ako se koriste neobradeni upiti na bazu. Na programeru je da
razmisli koje performanse aplikacija treba imati i na koji nacˇin c´e to implementirati,
te zatim testirati razlike [21, 10, 9, 7].
6.6 Seeding
Kako programer ne bi morao sam rucˇno unositi testne podatke kroz aplikaciju, La-
ravel ukljucˇuje jednostavnu metodu popunjavanja baze podataka s testnim podacima
koristec´i Seeder klasu. Sve klase za popunjavanje pohranjene su u database/seeds
direktoriju. One mogu biti imenovane na bilo koji nacˇin, no bilo bi dobro slije-
diti logicˇnu konvenciju, primjerice UsersTableSeeder, i sl. Osim toga, Laravel nudi
DatabaseSeeder klasu koja, izmedu ostalog, omoguc´uje kontroliranje redoslijeda po-
punjavanja baze.
Pisanje Seeder-a
Da bi korisnik generirao Seeder, potrebno je izvrsˇiti make:seeder Artisan naredbu:
php␣artisan␣make:seeder␣UsersTableSeeder
Svi Seeder-i generirani na taj nacˇin bit c´e smjesˇteni u database/seeds direktorij.
Seeder klasa, po zadanim postavkama, sadrzˇi samo jednu metodu: run. Ova
metoda bit c´e pozvana kada db:seed Artisan naredba bude izvrsˇena. Unutar run
metode, korisnik mozˇe uvrstiti podatke u svoju bazu podataka na nacˇin na koji mu
odgovara. Kako bi unio podatke korisnik mozˇe koristiti graditelj upita ili Eloquent-
ove tvornice modela (eng. Eloquent model factories).
Kao primjer, moguc´e je modificirati zadanu DatabaseSeeder klasu i dodati insert
metodu baze podataka u run metodu:
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<?php
use␣Illuminate\Database\Seeder;
use␣Illuminate\Support\Facades\DB;
class␣DatabaseSeeder␣extends␣Seeder
{
␣␣␣␣public␣function␣run()
␣␣␣␣{
␣␣␣␣␣␣␣␣DB::table('users')->insert([
␣␣␣␣␣␣␣␣␣␣␣␣'name'␣=>␣str_random(10),
␣␣␣␣␣␣␣␣␣␣␣␣'email'␣=>␣str_random(10).'@gmail.com',
␣␣␣␣␣␣␣␣␣␣␣␣'password'␣=>␣bcrypt('secret'),
␣␣␣␣␣␣␣␣]);
␣␣␣␣}
}
Koriˇstenje tvornice modela
Rucˇno dodjeljivanje vrijednosti za svaki model mozˇe biti neprakticˇno. Umjesto
toga, korisnici mogu koristiti tvornice modela kako bi na prikladan nacˇin generirali
veliku kolicˇinu zapisa u bazi podataka. Nakon sˇto je definirao svoje tvornice, korisnik
mozˇe koristiti pomoc´nu factory funkciju kako bi unio zapise u svoju bazu podataka.
Primjerice, moguc´e je kreirati 50 korisnika i pridruzˇiti vezu za svakog korisnika:
public␣function␣run()
{
␣␣␣␣factory(App\User::class,␣50)->create()->each(function␣($u)␣{
␣␣␣␣␣␣␣␣$u->estates()->save(factory(App\Estate::class)->make());
␣␣␣␣});
}
Pozivanje dodatnih Seeder-a
Kako Seeder klasa ne bi bila prevelika, mozˇemo ju podijeliti na viˇse klasa. Tada,
unutar DatabaseSeeder klase, koristimo call metodu kojoj prosljedujemo imena svih
klasa za popunjavanje. Osim toga, na taj nacˇin odredujemo da se popunjavanje
odvija redoslijedom kojim je to navedeno u call metodi.
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public␣function␣run()
{
␣␣␣␣$this->call([
␣␣␣␣␣␣␣␣UsersTableSeeder::class,
␣␣␣␣␣␣␣␣EstatesTableSeeder::class,
␣␣␣␣␣␣␣␣AvatarsTableSeeder::class,
␣␣␣␣]);
}
Pokretanje Seeder-a
Nakon sˇto je klasa Seeder napisana, mozˇda c´e biti potrebno regenerirati Compo-
serov automatski ucˇitavacˇ (eng. autoloader) koristec´i se dump-autoload naredbom:
composer␣dump-autoload
Korisnik mozˇe koristiti i db:seed Artisan naredbu da bi vidio svoju bazu poda-
taka. Po zadanim postavkama, naredba db:seed pokrec´e DatabaseSeeder klasu koja
se mozˇe koristiti kako bi pozvala druge seed klase. Medutim, korisnik bi se mo-
gao posluzˇiti --class opcijom da bi specificirao posebnu Seeder klasu koja c´e biti
pokrenuta pojedinacˇno:
php␣artisan␣db:seed
php␣artisan␣db:seed␣--class=UsersTableSeeder
Korisnik mozˇe popuniti svoju bazu podataka naredbom migrate:refresh, pomoc´u
koje je moguc´e vratiti i ponovno pokrenuti sve migracije. Ova naredba je korisna za
slucˇaj gradenja baze podataka ispocˇetka:
php␣artisan␣migrate:refresh␣--seed
Poglavlje 7
Autentikacija
Autentikacija je postupak provjere je li pojedinac ili drugi entitet ono sˇto tvrdi
da jest. Provjera autenticˇnosti u kontekstu web aplikacija obicˇno se provodi slanjem
korisnicˇkog imena ili identifikacijskog dokumenta i jednog ili viˇse privatnih poda-
taka kojima bi jedino korisnik mogao raspolagati. Laravel omoguc´uje jednostavnu
primjenu autentikacije. Zapravo, gotovo je sve vec´ podesˇeno u startu.
U svojoj jezgri, Laravelovi autentikacijski sustavi napravljeni su od ”cˇuvara” i
”opskrbljivacˇa”. Cˇuvari definiraju kako se korisnici autenticiraju pri svakom zah-
tjevu. Primjerice, Laravel se isporucˇuje sa session cˇuvarom koji odrzˇava stanje
koristec´i se pohranom sesije i kolacˇic´ima. Opskrbljivacˇi definiraju kako se korisnici
dohvac´aju iz trajne pohrane. Laravel se isporucˇuje s podrsˇkom za dohvac´anje koris-
nika uz pomoc´ Eloquent-a i graditelja upita baze podataka. Medutim, programer je
u moguc´nosti slobodno definirati dodatne opskrbljivacˇe, sukladno potrebama aplika-
cije. Konfiguracijska datoteka nalazi se u config/auth.php, gdje se nalazi i viˇse dobro
dokumentiranih opcija za dodatno podesˇavanje ponasˇanja autentikacijskih sustava.
Potrebno je napomenuti kako velikom broju aplikacija nikada nec´e ni trebati
modifikacija zadanih autentikacijskih postavki.
7.1 Ukljucˇeni dijelovi za autentikaciju
Laravel, po zadanim postavkama, ukljucˇuje App\User Eloquent model pohranjen
u app direktoriju. Ovaj se model mozˇe koristiti sa zadanim Eloquentovim autenti-
kacijskim upravljacˇkim programom. Ako korisnikova aplikacija ne koristi Eloquent,
korisnik mozˇe koristiti database autentikacijski upravljacˇki program koji se koristi
Laravelovim graditeljem upita.
Osim toga, Laravel dolazi s dvije datoteke migracija baze podataka, jedna za kre-
iranje users tablice, druga za kreiranje password_resets tablice. Korisnik bi trebao
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provjeriti sadrzˇi li njegova users (ili ekvivalentna) tablica stupac tipa remember_token.
Taj c´e stupac biti koriˇsten za pohranjivanje tokena za korisnike koji odaberu ”za-
pamti me” opciju, kada c´e se prijavljivati u korisnikovu aplikaciju. Slijedi kod iz
create_users_table migracije:
class␣CreateUsersTable␣extends␣Migration
{
␣␣␣␣public␣function␣up()
␣␣␣␣{
␣␣␣␣␣␣␣␣Schema::create('users',␣function␣(Blueprint␣$table)␣{
␣␣␣␣␣␣␣␣␣␣␣␣$table->increments('id');
␣␣␣␣␣␣␣␣␣␣␣␣$table->string('name');
␣␣␣␣␣␣␣␣␣␣␣␣$table->string('email')->unique();
␣␣␣␣␣␣␣␣␣␣␣␣$table->string('password');
␣␣␣␣␣␣␣␣␣␣␣␣$table->rememberToken();
␣␣␣␣␣␣␣␣␣␣␣␣$table->timestamps();
␣␣␣␣␣␣␣␣});
␣␣␣␣}
␣␣␣␣public␣function␣down()
␣␣␣␣{
␣␣␣␣␣␣␣␣Schema::dropIfExists('users');
␣␣␣␣}
}
Tu tablicu se, naravno, mozˇe nadopuniti svim spremljenim podacima o korisniku.
Laravel se isporucˇuje s nekoliko ugradenih autentikacijskih kontrolera koji se na-
laze u App\Http\Controllers\Auth prostoru imena:
• RegisterController obraduje registracije novih korisnika
• LoginController obraduje autentikaciju
• ForgotPasswordController obraduje slanje poveznica e-posˇtom radi poniˇstava-
nja lozinki
• ResetPasswordController sadrzˇi logiku za poniˇstavanje lozinki.
Za velik broj aplikacija nec´e nikada biti potrebno modificirati ove kontrolere.
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7.2 Postavljanje autentikacije
Laravel omoguc´uje brzi nacˇin za izgradnju1 (eng. scaffolding) usmjeravanja i po-
gleda potrebnih za autentikaciju koristec´i jednostavnu Artisan naredbu:
php␣artisan␣make:auth
Ova naredba trebala bi biti koriˇstena na novonastalim aplikacijama jer c´e se njome
postic´i kreiranje glavnog izgleda aplikacije, pogleda za registracije i pogleda za pri-
javu u aplikaciji. Svi pogledi koji su potrebni za autentikaciju biti c´e smjesˇteni u
direktorij resources/views/auth. Uz to, biti c´e kreiran i resources/views/layouts
direktorij, koji c´e sadrzˇavati novokreirani glavni izgled aplikacije. Svi ovi pogledi
koriste Bootstrap CSS okruzˇenje, no korisnik ih mozˇe prilagodavati po zˇelji.
Naredba make:auth c´e, takoder, generirati usmjeravanja za sve krajnje tocˇke
autentikacije i HomeController, koji c´e, nakon prijave korisnika, obradivati njegove
daljnje zahtjeve na navigacijskoj plocˇi.
1Scaffolding je tehnika podrzˇana od nekih MVC okruzˇenja, u kojoj programer mozˇe odrediti
kako se mozˇe koristiti baza podataka aplikacije. Okruzˇenje koristi tu specifikaciju zajedno s prede-
finiranim kodnim predlosˇcima za generiranje konacˇnog koda. Aplikacija tada tretira predlosˇke kao
”skele” na kojima c´e se graditi snazˇnija aplikacija.
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S obzirom da ugradeni autentikacijski kontroleri vec´ sadrzˇe logiku za autentika-
ciju postojec´ih korisnika i pohranjivanje novih korisnika u bazu, korisnik sada mozˇe
svojoj aplikaciji pristupiti u pregledniku te registrirati i autenticirati nove korisnike
aplikacije.
Prilagodavanje zadanih postavki
Kad je korisnik uspjesˇno autenticiran, preusmjerit c´e se na /home URI. Post-auten-
tikacijska preusmjerna lokacija mozˇe se izmijeniti definiranjem redirectTo svojstva
u LoginController, RegisterController i ResetPasswordController kontrolerima:
protected␣$redirectTo␣=␣'/';
Ukoliko je za preusmjernu lokaciju potrebno prilagoditi logiku generiranja, moguc´e
je definirati redirectTo metodu, umjesto redirectTo svojstva:
protected␣function␣redirectTo()
{
␣␣␣␣return␣'/path';
}
Laravel, po zadanim postavkama, koristi email polje za autentikaciju. Ukoliko
bi programer htio ovo izmijeniti, moguc´e je definirati username metodu u kontroleru
LoginController:
public␣function␣username()
{
␣␣␣␣return␣'username';
}
Osim toga, kako bi se modificirala polja obrasca za registraciju novog korisnika
u aplikaciju, ili kako bi se prilagodio nacˇin na koji se novi korisnici pohranjuju u
bazu podataka, moguc´e je modificirati kontroler koji je odgovoran za potvrdivanje i
kreiranje novih korisnika u aplikaciji, zvan RegisterController. U tom kontroleru
postoji validator metoda koja sadrzˇi pravila validacije za nove korisnike u aplikaciji,
te create metoda koja je odgovorna za stvaranje novih App\User zapisa u bazi po-
dataka koristec´i Eloquent␣ORM. Programer mozˇe slobodno modificirati ove metode,
vodec´i se potrebama svoje baze podataka.
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7.3 Dohvac´anje autenticiranog korisnika
Autenticiranom korisniku moguc´e je pristupiti koristec´i se Auth fasadom:
use␣Illuminate\Support\Facades\Auth;
//␣Dohvacanje␣trenutno␣autenticiranog␣korisnika
$user␣=␣Auth::user();
//␣Dohvacanje␣ID-a␣trenutno␣autenticiranog␣korisnika
$id␣=␣Auth::id();
Alternativno, jednom kada je korisnik autenticiran, moguc´e je pristupiti autenti-
ciranom korisniku putem Illuminate\Http\Request instance:
<?php
namespace␣App\Http\Controllers;
use␣Illuminate\Http\Request;
class␣ProfileController␣extends␣Controller
{
␣␣␣␣public␣function␣update(Request␣$request)
␣␣␣␣{
␣␣␣␣␣␣␣␣$request->user();␣//vraca␣instancu␣autenticiranog␣korisnika
␣␣␣␣}
}
Kako bi se provjerilo je li korisnik prijavljen u aplikaciju, moguc´e je koristiti check
metodu iz Auth fasade, koja c´e vratiti true ako je korisnik autenticiran:
use␣Illuminate\Support\Facades\Auth;
if␣(Auth::check())␣{
␣␣␣␣//Korisnik␣je␣ulogiran
}
Osim toga, u pogledima je moguc´e odvojiti dijelove pogleda koje c´e vidjeti auten-
ticirani korisnici, od dijelova koda koje c´e vidjeti gosti.
Utvrdivanje je li trenutni korisnik autenticiran ili gost provodi se pomoc´u Blade
provjera za autentikaciju:
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@auth
␣␣␣//Ovdje␣ide␣dio␣pogleda␣koji␣ce␣vidjeti␣autenticirani␣korisnici
@endauth
@guest
␣␣␣//Ovdje␣ide␣dio␣pogleda␣koji␣ce␣vidjeti␣gosti
@endguest
7.4 Zasˇtita ruta
Middleware2 za preusmjeravanje mozˇe biti koriˇsten kako bi omoguc´io samo auten-
ticiranim korisnicima pristup datoj ruti. Laravel dolazi s auth middleware-om, koji
je definiran u Illuminate\Auth\Middleware\Authenticate. S obzirom na to da je taj
middleware vec´ registriran u HTTP jezgri, sve sˇto je potrebno napraviti je pridruzˇiti
middleware definiciji rute:
Route::get('profile',␣function␣()␣{
␣␣␣␣//␣Ulaz␣dozvoljen␣samo␣autenticiranim␣korisnicima
})->middleware('auth');
Naravno, ukoliko se u rutama koriste kontroleri, moguc´e je pozvati middleware
metodu iz kontrolerovog konstruktora, umjesto direktnog pridruzˇivanja definiciji rute:
public␣function␣__construct()
{
␣␣␣␣$this->middleware('auth');
}
Reguliranje prijave (Login Throttling)
Ukoliko se u aplikaciji koristi Laravelov ugraden LoginController kontroler, u
njega c´e vec´ biti ukljucˇeno Illuminate\Foundation\Auth\ThrottlesLogins svojstvo.
Po zadanim postavkama, korisnik se nec´e moc´i prijaviti u trajanju jedne minute uko-
liko nekoliko puta unese krive podatke. Reguliranje je jedinstveno povezano (unique
to) s korisnikovim imenom / e-mail adresom te IP adresom [20, 1].
2Middleware pruzˇa prikladan mehanizam za filtriranje zahtjeva HTTP-a koji se unose u apli-
kaciju. Na primjer, Laravel sadrzˇi middleware koji potvrduje da je korisnik aplikacije autenticiran.
Ako korisnik nije autenticiran, middleware c´e preusmjeriti korisnika na zaslon za prijavu. Medutim,
ako je korisnik autenticiran, middleware c´e omoguc´iti zahtjev da nastavi dalje u aplikaciju.
Poglavlje 8
Primjena
Kroz prethodna poglavlja objasˇnjen je nacˇin na koji se aplikacija razvija u Laravel
okruzˇenju te se kroz jednostavnije i slozˇenije primjere koda moglo naslutiti o kakvoj
aplikaciji je rijecˇ.
Primjer aplikacije izradene u Laravelu je aplikacija ”Homey”, zamiˇsljena kao svo-
jevrsni oglasnik s nekretninama, cˇiji je cilj osim bazicˇne funkcije oglasnika, osigurati
sigurnije oglasˇavanje nekretnina na nacˇin da samo autenticirani korisnici mogu pregle-
davati oglase. Svaki korisnik koji se zˇeli registrirati mora dati svoje osobne podatke, a
zauzvrat na svakom oglasu mozˇe vidjeti tocˇnu adresu nekretnine kako bi laksˇe odlucˇio
je li dana lokacija ona koja odgovara njegovoj potrazi.
Slika 8.1: Forma za prijavu korisnika
Korisnik se u aplikaciju registrira sa sljedec´im podacima: ime, adresa, broj mo-
bitela, OIB, e-mail adresa i lozinka (Slika 8.2). Nakon sˇto je korisnik registriran
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prikazuje mu se naslovna stranica s porukom da je uspjesˇno registriran. Pri prijav-
ljivanju potrebno je unijeti e-mail adresu te lozinku, kao sˇto je prikazano na slici 8.1.
Slika 8.2: Forma za registriranje korisnika
Isjecˇak koda kontrolera za registraciju:
protected␣$redirectTo␣=␣'/home';
public␣function␣__construct()
␣␣␣␣{
␣␣␣␣␣␣␣␣$this->middleware('guest');
␣␣␣␣}
protected␣function␣validator(array␣$data)
␣␣␣␣{
␣␣␣␣␣␣␣␣return␣Validator::make($data,␣[
␣␣␣␣␣␣␣␣␣␣␣␣'name'␣=>␣'required|string|max:255',
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␣␣␣␣␣␣␣␣␣␣␣␣'address'␣=>␣'required|string|max:255',
␣␣␣␣␣␣␣␣␣␣␣␣'phone_number'␣=>␣'required|string|max:15',
␣␣␣␣␣␣␣␣␣␣␣␣'OIB'␣=>␣'required|string|size:11|unique:users',
␣␣␣␣␣␣␣␣␣␣␣␣'email'␣=>␣'required|string|email|max:255|unique:users',
␣␣␣␣␣␣␣␣␣␣␣␣'password'␣=>␣'required|string|min:6|confirmed',
␣␣␣␣␣␣␣␣␣␣␣␣'Terms'␣=>␣'required_without_all',
␣␣␣␣␣␣␣␣]);
␣␣␣␣}
Na naslovnoj stranici prikazani su oglasi drugih korisnika, te postoji moguc´nost
pretrazˇivanja nekretnina. Osim toga, s naslovne stranice moguc´e je doc´i do forme za
kreiranje novog oglasa.
Slika 8.3: Prikaz naslovne stranice prijavljenog korisnika
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Kroz navigacijsku plocˇu moguc´e je otvoriti stranicu s vlastitim oglasima nekret-
nina klikom na ”My estates”, naslovnu stranicu klikom na ”Homey”, te obaviti odjavu
korisnika u padajuc´em izborniku koji se stvori klikom na ime korisnika.
Slika 8.4: Prikaz stranice s oglasima nekretnina prijavljenog korisnika
Na stranici ”My estates” moguc´e je za svaku nekretninu odabrati tri opcije: ”De-
lete”, ”Update” i ”View Details”.
Odabirom opcije ”View Details” prikazuje se stranica s detaljnim pregledom cije-
log oglasa. Klikom na opciju ”Delete” korisnik briˇse pripadajuc´i oglas.
Odabirom opcije ”Update” otvara se stranica koja sadrzˇi formu, istu kao za kre-
iranje novog oglasa, prikazanu na slici 8.5. Medutim, u opciji azˇuriranja sva polja
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forme c´e biti vec´ popunjena podacima pripadajuc´eg oglasa, kako bi korisnik mogao
lako izmijeniti bilo koji detalj oglasa.
Slika 8.5: Prikaz forme za kreiranje novog oglasa
Pri izradi svih pogleda koriˇsteno je Bootstrap razvojno okruzˇenje [2].
Sljedec´i isjecˇak koda prikazuje implementirane neke od glavnih metoda resursnog
kontrolera za upravljanje nekretninama:
<?php
namespace␣App\Http\Controllers;
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use␣App\Estate;
use␣Illuminate\Http\Request;
use␣Illuminate\Support\Facades\Storage;
use␣Auth;
use␣App\User;
class␣EstatesController␣extends␣Controller
{
␣␣␣␣public␣function␣__construct()
␣␣␣␣{
␣␣␣␣␣␣␣␣$this->middleware('auth');
␣␣␣␣}
␣␣␣␣public␣function␣index()
␣␣␣␣{
␣␣␣␣␣␣␣␣$estates␣=␣Auth::user()->estates;
␣␣␣␣␣␣␣␣return␣view('estates.index',␣compact('estates'));
␣␣␣␣}
␣␣␣␣public␣function␣create()
␣␣␣␣{
␣␣␣␣␣␣␣␣return␣view('estates.create');
␣␣␣␣}
␣␣␣␣public␣function␣store(Request␣$request)
␣␣␣␣{
␣␣␣␣␣␣␣$this->validate(request(),␣[
␣␣␣␣␣␣␣␣'price'␣=>␣'required|digits_between:1,8',
␣␣␣␣␣␣␣␣'title'␣=>␣'required|string|max:255',
␣␣␣␣␣␣␣␣'town'␣=>␣'required|string|max:255',
␣␣␣␣␣␣␣␣'address'␣=>␣'required|string|max:255',
␣␣␣␣␣␣␣␣'neighbourhood'␣=>␣'required|string|max:40',
␣␣␣␣␣␣␣␣'surface'␣=>␣'required|digits_between:1,6',
␣␣␣␣␣␣␣␣'description'␣=>␣'string|max:511',
␣␣␣␣␣␣␣␣'image'␣=>␣'image'
␣␣␣␣␣␣␣␣]);
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␣␣␣␣␣␣␣␣$estate␣=␣Estate::create([
␣␣␣␣␣␣␣␣␣␣␣␣'user_id'␣=>␣Auth::user()->id,
␣␣␣␣␣␣␣␣␣␣␣␣'price'␣=>␣request('price'),
␣␣␣␣␣␣␣␣␣␣␣␣'title'␣=>␣request('title'),
␣␣␣␣␣␣␣␣␣␣␣␣'town'=>␣request('town'),
␣␣␣␣␣␣␣␣␣␣␣␣'address'=>␣request('address'),
␣␣␣␣␣␣␣␣␣␣␣␣'neighbourhood'=>␣request('neighbourhood'),
␣␣␣␣␣␣␣␣␣␣␣␣'description'=>␣request('description'),
␣␣␣␣␣␣␣␣␣␣␣␣'surface'=>␣request('surface')
␣␣␣␣␣␣␣␣␣␣␣␣]);
␣␣␣␣␣␣␣␣if␣($request->hasFile('image'))␣{
␣␣␣␣␣␣␣␣␣␣␣␣$imagePath␣=␣$request->file('image')->store('public/images');
␣␣␣␣␣␣␣␣␣␣␣␣$estate->images()->create([
␣␣␣␣␣␣␣␣␣␣␣␣'path'␣=>␣basename($imagePath),
␣␣␣␣␣␣␣␣]);
␣␣␣␣␣␣␣␣}
␣␣␣␣␣␣␣␣session()->flash('message',␣'Estate␣is␣successfully␣created');
␣␣␣␣␣␣␣␣session()->flash('alert-class',␣'alert-success');
␣␣␣␣␣␣␣␣return␣redirect('/estates');
␣␣␣␣}
␣␣␣␣public␣function␣show(Estate␣$estate)
␣␣␣␣{
␣␣␣␣␣␣␣␣$image=$estate->images()->first();
␣␣␣␣␣␣␣␣if($image)␣$path=$image->path;
␣␣␣␣␣␣␣␣else␣$path="empty";
␣␣␣␣␣␣␣␣return␣view('estates.show',␣compact('estate',␣'path'));
␣␣␣␣}
␣␣␣␣public␣function␣edit(Estate␣$estate)
␣␣␣␣{
␣␣␣␣␣␣␣␣if($estate->user_id␣==␣Auth::id())
␣␣␣␣␣␣␣␣␣␣␣␣return␣view('estates.edit',␣compact('estate'));
␣␣␣␣␣␣␣␣else␣return␣redirect('/estates');
␣␣␣␣}
␣␣␣␣public␣function␣update(Request␣$request,␣Estate␣$estate)
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␣␣␣␣{
␣␣␣␣␣␣␣␣$estate->update($request->except('image'));
␣␣␣␣␣␣␣␣if␣($request->hasFile('image'))␣{
␣␣␣␣␣␣␣␣␣␣␣␣$imagePath␣=␣$request->file('image')->store('public/images');
␣␣␣␣␣␣␣␣␣␣␣␣$image=$estate->images()->first();
␣␣␣␣␣␣␣␣␣␣␣␣//if␣image␣already␣exists
␣␣␣␣␣␣␣␣␣␣␣␣if($image){
␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣Storage::disk('local')->
␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣delete('public/images/'.$image->path);
␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣$estate->images()->
␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣update(['path'␣=>␣basename($imagePath)]);
␣␣␣␣␣␣␣␣␣␣␣␣}
␣␣␣␣␣␣␣␣␣␣␣␣else{
␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣$estate->images()->create(
␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣␣['path'␣=>␣basename($imagePath)]);
␣␣␣␣␣␣␣␣␣␣␣␣}
␣␣␣␣␣␣␣␣}
␣␣␣␣␣␣␣␣session()->flash('message',␣'Estate␣is␣successfully␣updated');
␣␣␣␣␣␣␣␣session()->flash('alert-class',␣'alert-success');
␣␣␣␣␣␣␣␣return␣redirect('/estates');
␣␣␣␣}
␣␣␣␣...
}
Slijedom navedenih prikaza u ovom poglavlju iznesene su osnovne funkcionalnosti
aplikacije Homey. U buduc´nosti postoji prostor za njen daljnji razvoj i nadogradnju,
ali za potrebe ovog rada navedene funkcionalnosti dobro prikazuju razvoj aplikacije
u Laravel okruzˇenju.
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Sazˇetak
Laravel je besplatno, open-source PHP razvojno okruzˇenje zamiˇsljeno za razvoj
web aplikacija, koje, kroz svoju izrazˇajnu i elegantnu sintaksu, omoguc´ava programeru
da brzo i efikasno implementira komponente aplikacije.
Rad zapocˇinje objasˇnjavanjem pojma i funkcije razvojnog okruzˇenja. Potom se,
kao tema rada, uvodi Laravel te se ukratko izlazˇe njegova povijest i usporedba s dru-
gim PHP razvojnim okruzˇenjima. U nastavku rada se na sistematicˇan nacˇin prikazuje
razvoj aplikacije u Laravel okruzˇenju. Prvo se govori o Laravelovim znacˇajkama koje
pridonose njegovoj funkcionalnosti. Zatim se objasˇnjava MVC arhitekturalni obrazac
koji predstavlja jezgru arhitekture aplikacije izradene u Laravelu te tok usmjerava-
nja kroz aplikaciju, koji MVC upotpunjuje do jedinstvene cjeline. Potom se prelazi
na objasˇnjenje interakcije s bazama podataka koju Laravel omoguc´uje. Konacˇno,
obraduje se i autentikacija, kao nuzˇan element svake moderne web aplikacije.
Rad zavrsˇava poglavljem prakticˇne primjene u kojem autor svoju aplikaciju, koju
je u cijelosti razvio uz pomoc´ Laravela, koristi kao primjer razvoja aplikacije u ovom
okruzˇenju. Uz to, kod aplikacije protkan je kroz cijeli rad kako bi se cˇitatelju prikazali
jednostavniji i slozˇeniji primjeri koriˇstenja Laravelovih komponenata i alata za izradu
aplikacije.
Summary
Laravel is a free, open-source PHP framework designed for web application de-
velopment which uses its expressive and elegant syntax to enable the developer to
implement application components quickly and efficiently.
The thesis begins by explaining the concept and function of the framework. Then,
as the main topic, Laravel is introduced with a brief overview of its history and
comparison with other PHP frameworks. The thesis continues with a systematic
elaboration of a Laravel framework application development. Firstly, Laravel’s featu-
res that contribute to its functionality are discussed. Secondly, the MVC software
architectural pattern which is the core of the architecture of a Laravel made appli-
cation is explained, as well as the routing which completes MVC to a unique entity.
Then the interaction with databases that Laravel provides is elaborated. Finally,
authentication as a necessary element of any modern web application is discussed.
The thesis ends with a chapter of practical use in which the author presents the
application that she fully developed using Laravel, to demonstrate how an application
can be developed in this framework. Additionally, the application code is interwoven
through the whole thesis so that simpler and more complicated examples of using
Laravel’s components and tools for creating the application are demonstrated.
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