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Tato práce pojednáva o problému uchovávání a sdílení internetových záložek, tedy možnosti 
přístupu  k  daným  záložkám z  různych  míst.  Nesoustředí  se  pouze  na  výše  zmíňované  moderní 
grafické  uživatelské  prostředí  KDE,  které  patří  v  unixových  operačních  systémech  mezi  často 
používaná prostředí, ale řešení pro něj nejsou tak univerzální. Program, který v této práci rozebírám, 
pracuje nezávisle na instalovaném grafickém prostředí a nevyžaduje ke své činnosti instalaci množství 
knihoven. Veškerou práci provádí program sám. Práce také studuje jednotlivé problémy spojené s 
tvorbou a vývojem takového systému.
Abstract
The work deals with a problem of storing and sharing internet bookmarks what means the 
possibility to access them from any place. it is not concerning only the modern graphic user interface 
KDE, which is frequently used in the UNIX type operating systems but the solutions for it are not that 
universal. The application which I am analyzing in the text is working independently on the installed 
graphical user interface and it does not require installing many libraries. All the work is maintained by 
the program itself. The work is also studying various problems involved with the process of creation 
and development of such a system.
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Internet ako médium dnes patrí medzi najčastejšie zdroje informácií, ktoré neustále rozširuje 
svoj záber o nové oblasti. Webové služby využívajú deň čo deň milióny ľudí v práci aj súkromí pre 
komunikáciu  s  inými  ľuďmi,  získavanie  informácií,  počnúc  spravodajstvom  až  po  získavanie 
vzdelania prostredníctvom rôznych internetových kurzov. Časté je publikovanie vlastných myšlienok 
a článkov na rôznych blogoch, ktoré môže využiť každý.
Na internete  sa  nám zrazu ponúka obrovské kvantum miest,  ktoré človek rád navštevuje. 
Alebo pri čítaní nejakého článku narazíme na iný odkaz, ktorý vysvetľuje nejakú problematiku alebo 
súvislosti.  Poprípade  odkazuje  na  stránky,  ktoré  by  nás  mohli  tiež  zaujímať.  Užívateľ  surfujúci 
prostredníctvom webovej  služby internetom,  nemá  často  čas  alebo  náladu  prečítať  všetko,  na  čo 
narazí,  ale  predsa  len  by  si  to  rád  niekedy  prečítal.  Pamätanie  si  adries  rôznych  dokumentov 
nachádzajúcich  sa  na  internete  by  bolo  pre  človeka  bez  internetových  záložiek  ponúkaných 
samotnými prehliadačmi vcelku náročné a nepohodlné.
Systém uchovávania  záložiek  vo  webovom prehliadači  výrazne  uľahčuje  prácu  užívateľa 
prechádzajúceho sa internetom.  Pri  návšteve lokácie,  ktorú jej  návštevník považuje  za  zaujímavú 
resp.  dôležitú,  stačí  jeden  klik  a  táto  je  hneď  uložená  uňho  v  prehliadači.  Keď  si  bude  chcieť 
nabudúce  užívateľ  prezrieť  danú  stránku,  jednoducho  mu  stačí  otvoriť  v  prehliadači  zložku  s 
uloženými záložkami a kliknúť na chcenú položku, ktorá mu hneď otvorí požadovanú destináciu.
Problém  však  nastáva,  ak  užívateľ  pracuje  na  rôznych  staniciach  resp.  prostredníctvom 
rôznych  užívateľských  účtov,  napr.  domov/práca,  alebo  študent  -  internát/domov/škola.  Bolo 
spomenuté, že prehliadač pracuje so záložkami, ktoré si ukladá na lokálnom počítači(lokálnom účte). 
To  vymedzuje  použitie  záložiek  len  v  rámci  danej  stanice  resp.  užívateľského  účtu.  V  prípade 
užívateľa,  ktorý potrebuje  mať  na staniciach,  na  ktorých  pracuje  rovnaké záložky,  je  udržiavanie 
takéhoto stavu bez externého programu rovnako nepraktické ako uchovávanie záložiek v prípade, že 
by  sme  nemali  k  dispozícii  záložky.  Vyvstáva  teda  potreba  nejakého  spojovníka  medzi  týmito 
stanicami, ktorý by reflektoval zmeny vykonané na hociktorej z nich a premietol by ich do svojho 
úložiska. Jednotlivé stanice by tak mali prístup k spoločnému skladu záložiek a mohli by tak používať 
rovnaké záložky.
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Obr. č.1: Synchronizácia záložiek medzi rôznymi stanicami
Predstavte  si  teraz,  že  máme  systém,  ktorý  by  nám  synchronizoval  lokálne  záložky 
prehliadača so  záložkami vo vzdialenom úložisku. Ak by sa daný program dimenzoval tak, žeby ho 
bolo možné použiť viacerými prehliadačmi, dal by sa použiť aj na synchronizáciu záložiek na danej 
stanici(účte)  používaných  prehliadačov.  Táto možnosť  má  význam v prípade,  že  užívateľ pracuje 
súbežne vo viacerých prehliadačoch, napr. ak ide o takého webdizajnera, ktorý potrebuje svoju prácu 
kontrolovať  v  rôznych  webových  prehliadačoch.  Samozrejme  daná  funkčnosť  sa  už  nezdá  byť 
nevyhnutná, skôr ide o bonus, ktorý by priniesla možnosť zainteresovania viacerých prehliadačov.
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Obr. č.2: Synchronizácia záložiek medzi rôznymi stanicami
rozšírená o synchronizáciu medzi jednotlivými prehliadačmi
 1.1 Grafické prostredie KDE
KDE je moderné grafické prostredie pre počítače s operačným systémom typu UNIX. Jeho 
cieľom je naplniť potrebu jednoduchého používania pracovnej stanice s týmto systémom rovnako ako 
pracovné prostredie operačného systému MacOS alebo Windows. Tento typ operačného systému je 
považovaný za jeden z najspoľahlivejších, preto sa aj často nasadzuje na servery a iné prevádzky 
vyžadujúce bezpečný a spoľahlivý chod. Väčšina operačných systémov tejto rodiny je dokonca voľne 
dostupná pre každého. Nedostatkom tejto platformy je však to, že je pre bežného užívateľa náročná z 
pohľadu užívania a konfigurácie. Grafické prostredie KDE sa snaží priblížiť tento systém takémuto 
užívateľovi  prostredníctvom vytvorenia  podobného modelu  práce  s  ním aký využívajú  väčšinové 
operačné systémy.[2]
Vývojový tím KDE sa zároveň snaží podporovať aj tvorbu nových aplikácií  pre tento typ 
operačného systému.  Uvedomuje  si,  že úroveň počítačovej  platformy zodpovedá počtu kvalitných 
aplikácii  používaných  užívateľmi  na  danej  platforme.  Z  tohto  dôvodu  zaviedol  tím  KDE 
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dokumentovaný rámec pre  vývoj  aplikácií.  KParts  je  dokumentovaná technológia,  ktorá dovoľuje 
vývojárom ľahko a rýchlo vytvárať nové aplikácie.
KDE stavia na základe QT, čo je jedna z najpopulárnejších knižníc pre vývoj programov s 
grafickým užívateľským rozhraním. Je napísané v jazyku C++.[2]
Pokiaľ sa jedná o internetové záložky,  KDE má vytvorenú vrstvu pre prácu s nimi.  Ide o 
knižnice popisujúce záložky ako objekty. Základom je trieda KBookmark, ktorá popisuje jednotlivé 
atribúty záložiek a prácu s nimi. Pracuje priamo so súborom, ktorý ich obsahuje. Je to XML súbor 
využívajúci  XBEL(XML  Bookmark  Exchange  Language),  čo  je  voľne  použiteľný  štandard  pre 
zdieľanie  internetových  záložiek.  Ako  úložisko  ho  využíva  univerzálny  prehliadač  dokumentov 
konqueror,  používaný  v  KDE,  ale  aj  iné prehliadače,  napr.   Galeon(linux  –  GNOME)  alebo 
Aurora(rôzne platformy). Vrátime sa späť k spomínanej vrstve, ktorá vytvára nadstavbu a rozhranie 
pre prácu s týmito záložkami. Nevýhodou tohto riešenia je závislosť na danom grafickom prostredí. 
Pokiaľ by sme chceli takúto aplikáciu použiť na konfigurácii bez zabudovaného KDE, vyžadoval by 
inštalovanie základného systému KDE, poprípade iných potrebných knižníc. Zároveň by umožňoval 
pracovať len v rámci daného prostredia, čo znamená vymedziť funkčnosť aplikácie len na aplikáciu 
konqueror, ktorá je východzím prehliadačom internetových stránok resp. lokálnych súborov v tomto 
prostredí.
Pokiaľ ide o prostredie operačného systému typu linux, ktorý je najdostupnejším spomedzi 
systémov typu UNIX, je tento svojim 1% podielom na trhu nie veľmi rozšíreným OS. Ide o projekt 
zameraný pre  menšiu  užívateľskú základňu.  Zároveň si  treba uvedomiť  rozvetvenosť operačného 
systému linux.  Táto platforma má  niekoľko desiatok používaných následníkov (distribúcií),  ktoré 
využívajú základ operačného systému linux a rozširujú ho o rôzne prvky alebo ho nejakým spôsobom 
upravujú. Buď sa jedná o inštalovaný resp. preferovaný softvér ako v prípade rôznych programov, tak 
aj  čo sa  týka  používaného grafického rozhrania,  rôzny prístup ku konfigurácii  systému  ako aj  v 
niektorých prípadoch mierne odlišná štruktúra základného systému.
Na základe toho vznikla myšlienka vytvoriť  aplikáciu,  ktorú by bolo možné  použiť resp. 
rozšíriť použiteľnosť aj v rámci iných konfigurácií. 
 1.2 Programovací jazyk Python
Jazyk  python  je  interpretovaný objektovo  orientovaný jazyk,  ktorý  navrhol  v  roku  1990 
Guido van Rossum. Je vyvýjaný ako open source projekt. Je implementovaný pre väčšinu bežných 
platforiem a inštalačné balíky ponúka zadarmo. Vo väčšine linuxových distribúcií je python súčasťou 
základnej inštalácie.
Python je považovaný za skriptovací jazyk. Poskytuje však väčšie možnosti. Bol navrhnutý 
tak, aby umožňoval tvorbu rozsiahlých plnohodnotných aplikácií vrátane grafického užívateľského 
rozhrania.  Je  to  hybridný  jazyk  resp.  viacparadigmatický,  čo  znamená,  že  umožňuje  pri  písaní 
programov využívať nie len objektovo orientovanú paradimgmu, ale taktiež aj procedurálnu a sčasti 
dokonca aj funkcionálnu.
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Je význačný hlavne svojou syntaxou, ktorá je založená na odsadzovaní blokov kódu. To núti 
programátora  písať  čitateľný  a  prehľadný  kód.  Poskytuje  podporu  priestoru  mien,  takisto  aj 
používanie  výnimiek.  K  jeho  výhodám  patrí  aj  dostupnosť  a  jednoduchá  použiteľnosť  rôznych 
knižníc uľahčujúcich riešenie niektorých problémov.
Táto podkapitola bola prevzatá z [3]
Python poskytuje všetky potrebné nástroje pre vývoj tohto projektu, pokiaľ už ide o prácu so 
súborovým systémom, xml súbormi ako aj modul, poskytujúci sledovanie zmien súborového 
systému. Jeho nespornou kvalitou je aj to, že sa v ňom jednoducho píše a kód je prehľadný.
 1.3 Spôsob ukladania dát
 1.3.1 Štruktúra dokumentu typu XBEL, použitého pre úložný súbor prehliadača 
konqueror
Dátumy a časy
Niektoré atribúty definované v tomto type dokumentu vyžadujú hodnoty dátumu a 
času  uložené  ako  CDATA.  Pre  tieto  atribúty  musia  byť  hodnoty  formátované  ako  ISO 
8601:1988 hodnota obsahujúca dátum.  Hodnota času by mala byť  pripojená vždy,  keď je 
aplikácii  nastavujúcej  hodnotu  dostupná.  Formát  hodnôt  je  vymedzený  na  formy 
špecifikované  konzorciom W3C.  Atribúty,  ktoré  vyžadujú  túto  formu  hodnoty  sú  nižšie 
popísane ako majúce date/time hodnotu.
Element  xbel
Je to najvyšší  element obsahujúci všetky dáta. Môže obsahovať voliteľný element 
title,  nasledujúci  akýkoľvek  počet  neskôr  popísaných  elementov  a  ďalšie  voliteľné 
elementy  info a  desc.  Je  podobný elementu  folder,  ale  na  rozdiel  od  neho  xbel 
element nesmie byť v rámci tejto hierarchie vložený a nesie takisto odlišné atribúty.  xbel 
atribút  nesie  atribút  version,  ktorý  má  fixnú  hodnotu,  ktorá  špecifikuje  verziu  XBEL 




- pevná hodnota, špecifikujúca verziu použitú DTD.
id
-  identifikácia,  umožňuje  odkazovať na  túto záložku pomocou  elementu 
alias, použitím atribútu ref
added
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-  vyžaduje  hodnotu  typu  date/time,  môže  byť  použitý  pre  uchovanie 
informácie o tom, kedy bola kolekcia záložiek vytvorená
Pokiaľ  ide  o  prehliadač  konqueror,  môže  tento  element  obsahovať  aj  atribút 
toolbar.
toolbar
-  príznak,  ktorý  určuje,  či  obsah  skupiny  má  byť  zobrazený  v 
hlavnom/osobnom panely. Môže obsahovať hodnoty „yes“ alebo „no“
xbel element  je v  mnohých  smeroch podobný elementu  folder,  ale  nemal  by 
používať  atribút  folded.  Doplnková  informácia,  akú  nesie  element  title môže  byť 
použitá iným spôsobom ako pri elemente folder v užívateľskom rozhraní.
Spoločné/voliteľné elementy:
title
Tento element  nesie  informáciu,  ktorá  označuje  danú záložku názvom.  Je 
zobrazovaný  v  užívateľskom  rozhraní.  Používajú  ho  elementy  xbel,  folder a 
bookmark. Nasleduje hneď za otvárajúcim tagom elementu, ktorý označuje. Tento 
element môže obsahovať len znakovú sadu.
desc
Element  desc slúži  na  uloženie  rozširujúcej  informácie  k  danej  záložke, 
čoby popisu. Môže teda obsahovať len znakovú sadu.
info
Uchováva metadáta  súvisiace  s  nadradeným elementom.  Jeho zámerom je 
skladovať metadáta patriace nejakej aplikácii. Aplikáciou v danom prípade môže byť 
buď program ako internetový prehliadač, alebo všeobecne metadátová schéma.
Ak  je  tento  element  prítomný,  musí  obsahovať  jeden,  alebo  viacero 
elementov typu metadata.
metadata
Slúži ako kontajner pre všetky pomocné informácie spojené s uzlom, ktorý 
patrí  k  jednej  metadátovej  schéme.  Špecifický obsah elementu  metadata veľmi 
závisí  na  metadátovej  schéme,  ktorú  používa.  Pre  identifikáciu  explicitného 
značkovania by mali byť použité menné priestory XML.
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DTD pre XBEL špecifikuje obsah elementu  metadata ako prázdny,  ale 
akýkoľvek obsah môže byť považovaný za akceptovateľný, pokiaľ je dokument typu 
XBEL dobre formovaný.
Obsahuje atribút owner. Je to povinný atribút, ktorý určuje aplikáciu, ktorá 
vlastní  obsah  tohto  elementu.  Jeho  hodnotou  môže  byť  URI,  ktorá  odkazuje  na 
definíciu  aplikácie  a  štruktúru  obsahu  buď  v  ľudsky  alebo  v  počítačovo 
spracovateľnej forme.
Organizácia dát:
Elementy popísané v tejto časti podmieňujú organizáciu kolekcii záložiek. folder 
podporuje  hierarchickú  organizáciu,  element  separator zasa  podporuje  nehierarchickú 
organizáciu.
Element folder
Ako som už spomenul,  folder podporuje hierarchiu, môže byť teda vnorený, čo 
znamená, že môže obsahovať element typu folder a zároveň môže obsahovať aj elementy 
typu bookmark a separator. Može obsahovať takisto elementy title, info a desc.
Atribúty:
id
- rovnaký význam ako pre element xbel
added
- rovnaký význam ako pre element xbel
folded
- určuje,  či  dáta obsiahnuté v elemente  majú byť  štandardne zobrazené v 
užívateľskom rozhraní, možné hodnoty sú „yes“ alebo „no“
icon
-  hodnotou  tohto  atribútu  je  meno,  ktoré  identifikuje  ikonu,  ktorú 
užívateľská aplikácia môže použiť pre označenie skupiny záložiek
toolbar
-  príznak,  ktorý  určuje,  či  obsah  skupiny  má  byť  zobrazený  v 
hlavnom/osobnom panely. Môže obsahovať hodnoty „yes“ alebo „no“
Element separator
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Slúži ako oddeľovač záložiek v rámci kolekcie v nehierarchickom štýle. Môže byť 
použitý ako v elemente folder tak aj v hlavnom elemente xbel. V užívateľskom rozhraní 
sa zobrazuje ako vodorovná čiara oddeľujúca záložky.
Element bookmark
Tento  element  uchováva  informácie  o  konkrétnej  záložke.  Takisto  ako  folder 
môže obsahovať elementy typu title, info a desc.
Atribúty:
href
- URI, ktorá špecifikuje zdroj popísaný týmto elementom
id
- rovnako ako pri elemente xbel
icon
- rovnako ako pri elemente folder
added
- rovnako ako pri elemente xbel
modified
-  date/time  hodnota,  ktorá  určuje  čas  poslednej  známej  zmeny  zdroja 
identifikovaného týmto elementom
visited
-  date/time  hodnota  reprezentujúca čas,  kedy užívateľ  naposledy navštívil 
zdroj

































Pri  spracovaní  tohto  súboru  však  vznikajú  isté  nejednoznačnosti.  Aj  napriek  tomu,  že  v 
špecifikácii  elementov  folder,  bookmark  a  xbel  nájdeme  atribút  id,  ktorý by mal  niesť  unikátnu 
identifikáciu záznamu, tento zjavne konqueror nevyužíva. Takisto pokiaľ ide o atribút modified. Viac 




Navrhnúť  a  vytvoriť  systém,  ktorý  by  umožňoval  synchronizáciu  záložiek  prehliadačov. 
Implementovať daný systém do operačného systému tak, aby po celú dobu práce užívateľa reflektoval 
a  spracovával   zmeny.  Systém by mal  odbremeniť  užívateľa  od  zásahu do  jeho  chodu.  Mal  by 
automaticky riešiť kolízie a situácie, ktoré môžu nastať.
 2.2 Požiadavky na implementovaný systém
 Implementovaný systém by mal obsahovať:
1. klientskú  časť,  ktorá  by  zabezpečovala  samotnú  synchronizáciu,  bežala  by  na 
konkrétnej stanici.
2. serverovú časť, ktorá by tvorila úložisko a zároveň by teda poskytovala informácie o 
záložkách. 
 2.2.1 Požiadavky na klientskú časť
Aplikácia bežiaca na lokálnej stanici by mala spĺňať tieto požiadavky:
1. nezávislá na konfigurácii bežiaceho systému
2. vyžadovať k svojmu chodu čo možno najmenej externých modulov a knižníc
a teda mala by byť implementovateľná pomocou nástrojov obsiahnutých vo väčšine 
linuxových distribúcií
3. čo  najmenšia  réžia  na  strane  užívateľa.  Program by mal  riešiť  väčšinu  možných 
situácií automaticky a bez potreby užívateľovho zásahu do chodu programu.
4. implementovateľná ako služba, bežiaca po dobu behu systému
5. jednoduchá správa účtov a inštalácia
 2.2.2 Požiadavky na serverovú časť
Serverová časť by mala spĺňať tieto body:
1. prístupná odkiaľkoľvek
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2. súčasťou  serverovej  časti  by  mala  byť  možnosť  pristupovať  k  záložkám 
prostredníctvom webového rozhrania,  ktoré by slúžilo ako administračné rozhranie a 
umožnilo by vykonať úpravy priamo na serveri. Napr. v prípade výskytu kolízie alebo 
v iných špecifických situáciách.
3. na serveri by nemal chýbať záložný systém. V prípade, že nejaká kolízia nastane, dáta 
by sa nemali stratiť, aby boli v prípade potreby obnoviteľné.
 2.3 Analýza požiadavok na systém
 2.3.1 Analýza požiadavok na klientskú časť
Nezávislosť na konfigurácii systému
Zámer  je  navrhnúť systém tak,  aby ho bolo možné  zasadiť do rôznych  distribúcií.  To je 
možné docieliť zameraním sa na základ systému.
Jedným z najväčších adeptov pre  vývoj  tohto projektu je  programovací  jazyk  python.  Je 
veľmi rozšírený a je aj súčasťou základného systému väčšiny linuxových systémov. Je to moderný 
programovací  jazyk,  pomocou  ktorého  je  možné  vytvárať  jednoduché  skripty,  ako  aj  zložité 
komplexné  objektovo  orientované  programy.  Navyše  je  prehľadný  vďaka  syntaxy  založenej  na 
odsadzovaní blokov kódu. Jeho výhodou je aj to, že je to interpretovaný jazyk a teda jeho kód sa 
nekompiluje do podoby spustiteľnej na danej platforme, ale do formátu, ktorý spracováva interpret 
jazyka python. Z tohto dôvodu je program v tomto jazyku prenositeľný v rámci systémov, kde je daný 
interpret  nainštalovaný.  A  keďže  ako  som  už  spomínal  je  tento  súčasťou  väčšiny  linuxových 
systémov, je jeho voľba správna.
Závislosť na externých moduloch
Keďže  sa  jedná  o  jazyk  implementovaný  v  systéme,  môžme  predpokladať,  že 
najpoužívanejšie moduly a knižnice budú v systéme taktiež zakomponované a závislosť na moduloch 
záleží teda len na samotnej realizácii. Pokiaľ sa ale jedná o moduly vytvorené v jazyku python, takýto 
problém by nemusel  nastať,  pretože balík by mohol  samotný modul  obsahovať a teda nebolo by 
potrebné inštalovať ho len kvôli danej aplikácii.
Minimálna réžia na strane užívateľa
Aby do chodu programu nemusel zasahovať užívateľ, mal by tento pracovať spoľahlivo.
Správanie programu v rôznych situáciách musí byť presne definované, takže program by mal riešiť 
väčšinu možných situácií bez zásahu užívateľa.
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Implementácia programu ako služby bežiacej po celú dobu chodu systému
Táto požiadavka vyplýva aj z predchádzajúcej, kedy chceme užívateľa čo najmenej zaťažiť 
zásahmi do chodu aplikácie. Ak chceme zabezpečiť spoľahlivú synchronizáciu, musí táto aplikácia 
pracovať po celú dobu práce užívateľa  v prehliadači.  Z tohto dôvodu by bolo riešenie,  ktoré by 
vyžadovalo  aplikáciu  spustiť  užívateľom  pred  začatím  práce  v  prehliadači  veľmi  nepohodlné  a 
nepraktické. 
Jednou  z  alternatívnych  možností  je  riešenie,  kedy  by  sa  aplikácia  spúšťala  zároveň  so 
spustením prehliadača. V danom prípade by to však vyžadovalo zásah do samotného vyhľadávača, čo 
by so  sebou nieslo  viacero  problémov.  Jedným  z  nich  je  vnútorná  požiadavka  na  univerzálnosť 
využitia  aplikácie.  Táto  možnosť  by  skomplikovala  pridávanie  nových  modulov,  resp. 
zakomponovanie nových prehliadačov do programu.
Pri  službe,  ktorá  by  sa  spúšťala  pri  štarte  systému,  by  boli  záložky  už  pred  spustením 
prehliadača zosynchronizované a nachystané pre ďalšiu prácu.
Jednoduchá správa účtov a inštalácia
Ak chcem aby bola  aplikácia  spoľahlivá  a  nevyžadovala  vstup  užívateľa,  je  potrebné  ju 
dôkladne nastaviť.
Užívateľ by mal mať možnosť vytvoriť si nový účet, takisto aj prihlásiť sa už k existujúcemu 
účtu,  za  predpokladu,  že  inštaluje  aplikáciu na svojej  inej  stanici  a  má  už tento účet  vytvorený. 
Aplikácia  by mala  tieto  informácie  reflektovať  a  na  základe  nich  pracovať.  Ak si  teda  užívateľ 
vytvorí  účet,  program musí  vedieť,  že  s  týmto  účtom sa  bude pracovať.  Rovnako tak v prípade 
prihlásenia  sa  k  existujúcemu  účtu.  Tieto  informácie  by  sa  mohli  napríklad  ukladať  do 
konfiguračného súboru. Ten by mala k dispozícii aplikácia, takže by si potrebné informácie zistila z 
neho.
Pokiaľ  sa  jedná  o  inštaláciu  systému,  mala  by  obsahovať  zakomponovanie  aplikácie  do 
systému, tak aby ju bolo možné spustiť ako službu, ktorá by sa spúšťala pri štarte systému. Tento 
proces by mal prebehnúť bez nutnosti aby užívateľ poznal štruktúru systému a prácu so službami 
resp. ich implementovanie v rámci inicializácie systému.
 2.3.2 Analýza požiadavok na serverovú časť
Dostupnosť
Keďže bude daná aplikácia bežať na rôznych staniciach a predpokladáme jej širšie využitie, 
je potrebné aby bola prístupná odkiaľkoľvek.
Webová administrácia
Možnosť upraviť záložky v prípade výskytu kolízie alebo situácie vyžadujúcej nápravu.
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Táto  administrácia  by  bola  prístupná  prostredníctvom webového  rozhrania.  Bežala  by  na  strane 
servera a teda by bola prístupná odkiaľkoľvek. Tým pádom by mohla poslúžiť aj v situácii, keď sa 
užívateľ nenachádza na žiadnej zo svojich domovských staníc, kde má inštalovaný synchronizačný 
softvér. Umožňovala by pridávať, mazať a upravovať jednotlivé záložky.
Záložný systém
Pri kolíziách a iných nepredvídaných situáciách môže nastať jav, že zmiznú nejaké záložky. 
Takisto sa môže stať, že užívateľ bude chcieť obnoviť už zmazanú záložku. V prípade viacerých 
užívateľov jedného účtu tento stav môže nastať častejšie.
Ako čiastočná záloha dát by mohol slúžiť už spomínaný zoznam zmazaných záložiek. Bol by 
ľahko  využiteľný  aj  na  užívateľskej  úrovni  prostredníctvom  administrácie.  Táto  by  umožňovala 




Ako už bolo spomínané,  pre spoľahlivý chod aplikácie je potrebné zadefinovať správanie 
programu v rôznych situáciách.
Skúsme sa pozrieť na možné situácie:
1. Program sa spustil po prvý raz na danej stanici pod novým účtom
=> na serveri nie sú žiadne záložky
=> lokálne záložky sa uložia na server





3. Program beží na lokálnom účte už po niekoľký krát, môžu nastať situácie:
1. Na lokálnom účte je záložka, ktorá sa nenachádza na serveri
Mohla nastať jedna z dvoch udalosti:
1. Užívateľ vytvoril novú záložku
=> doplním server o túto záložku
2. Záložka bola zmazaná počas predošlej práce na inej stanici a zmena ešte 
nie je premietnutá do lokálneho účtu
=> zmažem záložku na lokálnom ú teč
V  tomto  prípade  nie  je  celkom  jasné,  že  sa  záložka  na  serveri 
nenachádza. Vyvstáva otázka čo určuje originalitu danej záložky? Z pohľadu 
užívateľa by to mohla byť URL adresa. Ak si uchováva užívateľ záložku, tak 
je  to  práve  kvôli  adrese,  pomocou  ktorej  sa  dostane  na  požadovanú 
destináciu. Pridanie duplicitnej záložky tu teda nemá z praktických dôvodov 
zmysel.  No zjednodušovať problém predpokladaním uvažovania a potrieb 
užívateľa by bolo z pohľadu programátora chybou. Samotná adresa odkazu 
teda nemôže identifikovať jedinečnú záložku. Väčšina prehliadačov používa 
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pre  identifikáciu  jedinečné  identifikačné  číslo.  To  však  nemusí  platiť  vo 
všetkých prípadoch. Navyše tieto prehliadače nepoužívajú jednotný formát 
na  ukladanie  záložiek.  Vyriešiť  tento  problém by mohol  súbor,  ktorý by 
uchovával  záložky  pre  svoju  vlastnú  potrebu  spolu  s  informáciami 
potrebnými  pre  chod  aplikácie.  Zároveň  by  ho  bolo  možné  lepšie 
dimenzovať pre samotnú synchronizáciu. Tento súbor by však musel získať 
záložky  od  prehliadača  aj  v  prípade,  žeby  jeho  sklad  nepodporoval 
originálnu identifikáciu a namapovať záložky prehliadača na svoje interné. 
Predpokladajme  teda,  že  bude  identifikácia  záložiek  vyriešená 
prostredníctvom originálneho identifikačného čísla.
Rozhodnutie v tomto prípade by záležalo na tom na základe čoho sa 
bude synchronizácia spúšťať. Každopádne by sa mala synchronizácia diať v 
réžii klientskej časti programu. 
Jedným zo spôsobov je ten, že by sa pri každej zmene na lokálnej 
stanici  kontaktoval  server  a  vykonala  synchronizácia.  Ak  by  sme  potom 
uvážili,  že  klientská  časť  programu  bude  po  celú  dobu  chodu  systému 
aktívna a server nebude mať výpadky, zistili by sme príčinu rozdielu medzi 
serverom a lokálnym účtom jednoducho: Keďže viem, že klient reaguje na 
zmenu okamžite a bezprostredne potom žiada o synchronizáciu so serverom, 
znamená to v tomto prípade, že ide o možnosť č. 1. 
Iným prístupom by bol  vykonávať  synchronizáciu v pravidelných 
časových intervaloch. V tomto prípade by sme museli zistiť, či táto záložka 
bola v predošlom sedení na inom počítači zmazaná alebo ju užívateľ pridal 
medzi záložky na lokálnom účte v rámci posledného intervalu. Navyše tento 
prístup  by bol  zbytočne  nákladný na systémové  prostriedky.  Často by sa 
volali  obslužné procedúry a ak si  uvedomíme,  že zdieľanie takéhoto účtu 
viacerými  osobami,  by  nebolo  prehľadné  a  bezpečné,  počet  užívateľov 
využívajúcich jeden konkrétny účet  bude takmer  vždy rovný jednej.  Táto 
réžia je teda nadbytočná. V prípade, že by sa aj o jeden účet delili viacerí 
užívatelia, nezaručí sa, že nenastanú kolízie vyžadujúce rozhodovanie.
Rozhodnúť o akú udalosť ide, by sme museli aj v prvom prípade, ak 
by sme zobrali do úvahy možnosť výpadku na strane servera alebo pasivitu 
resp. výpadok na strane klientskej aplikácie. Ak by sme uvažovali, že takáto 
situácia nenastane, mohol by takýto radikálny prístup ako v prvom prípade 
spôsobiť viac ťažkostí ako uľahčiť užívateľovi prácu.
Je teda potrebné zaviesť prvok, na základe ktorého by bolo možné 
rozhodnúť, o ktorý z týchto dvoch prípadov ide. Takúto funkciu by mohol 
plniť napríklad zoznam už zmazaných záložiek. 
Rozhodnutie by bolo nasledovné:
Záložka sa nachádza na lokálnom účte no na serveri nie. 
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1. Záložka sa nenachádza v zozname zmazaných záložiek
=> doplním server o túto záložku
2. Záložka sa nachádza v zozname zmazaných záložiek
=> zmažem túto záložku aj z lokálneho ú tuč
Obr č.3: Vývojový diagram popisujúci algoritmus 
spracovania záložky, ktorá sa nenachádza na serveri
2. Na serveri je záložka, ktorá sa nenachádza na lokálnom účte
Mohla nastať jedna z dvoch udalostí:
1. V predošlom sedení na inej stanici bola pridaná záložka
=> doplním záložku na lokálnom ú teč




Podobne  ako  v  predošlom  kroku  záleží  na  tom  na  základe  akej 
udalosti bude program synchronizáciu spúšťať. Ak by sme predpokladali, že 
systém bude vykonávať synchronizáciu na základe udalosti na strane klienta, 
teda bezprostredne po objavení sa udalosti a zároveň by sme predpokladali, 
že bude beh aplikácie súvislý počas celej doby práce užívateľa, tak je jasnou 
príčinou daného stavu zmazanie záložky užívateľom a teda má sa táto zmena 
premietnuť aj na server. V prípade, že sa synchronizácia vykonáva v určitých 
intervaloch,  resp.  zoberieme  do  úvahy  možný  výpadok  aplikácie  alebo 
pasivitu  v  priebehu  práce  užívateľa  v  prehliadači,  kedy na  danú  udalosť 
nemohol program reagovať, nastáva prípad, kedy musíme rozhodnúť, o ktorú 
z predchádzajúcich možností v danom prípade ide.
Poslúžiť  by  tu  mohol  podobný  zoznam  vykonaných  udalostí  na 
strane lokálneho účtu.  Zapisovali  by sa  doň naposledy vykonané  udalosti 
resp. udalosti, po ktorých neprebehla synchronizácia.
Program by pri  štarte  programu  alebo  synchronizácie  zistil,  či  na 
lokálnom  účte  neprebehli  zmeny,  ktoré  neboli  premietnuté  na  server  a 
následne  by  spustil  synchronizáciu.  Ak  teda  daná  záložka  bola  počas 
predchádzajúcej  práce  na  lokálnom  účte  zmazaná  a  neprebehla 
synchronizácia, tak sa tento sklz napraví. Pri následnom porovnaní obsahu 
servera a lokálneho účtu sa táto záložka už neobjaví ani na jednej strane. V 
prípade, že v zozname posledných udalostí danú záložku nenájdeme, jedná sa 
o druhý prípad a teda, položka bola pri predošlej práci na inej stanici(účte) 
pridaná a táto zmena sa má premietnuť aj do práve používaného lokálneho 
účtu. Táto úprava má význam len v tedy, ak  uvažujeme možný výpadok len 
na  strane  servera,  napr.  v  prípade  dočasnej  nedostupnosti.  V  prípade 
výpadku,  resp.  neaktívnej  klientskej  časti  aplikácie  nie  je  možné  udalosť 
podchytiť bez zásahu do funkčnosti prehliadača. V tomto prípade, je preto 
jednoduchšie  a  bezpečnejšie  nič  nemazať  a  doplniť  záložku  na  lokálny 
server. Ak naozaj šlo o pokus zmazať túto položku, užívateľ to bude musieť 
urobiť znova.
3. Modifikovaná záložka v prehliadači resp.  záložka na serveri nie je totožná so 
svojím obrazom na serveri(teda so záložkou s rovnakou identifikáciou)
Keďže som sa rozhodol pre prípad, kedy sa bude synchronizácia diať 
na základe výskytu  udalosti  na klientskej  strane aplikácie,  budem aj  tento 
prípad riešiť s týmto predpokladom.
Na tomto mieste sa znovu môžeme pozrieť na konkrétnu situáciu na 
základe predpokladaného chodu programu. Uvažujme, že systém bude počas 
doby práce užívateľa aktívny a bez výpadkov.
Ak by sa ale synchronizácia diala výhradne na základe udalostí na 
strane klientskej  časti,  mohol  by nastať jav,  že sa počas celej  doby práce 
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užívateľa na danej stanici nevykoná zmena, ktorá by spustila synchronizáciu. 
Zmena na serveri by sa nepremietla na lokálny účet. Z pohľadu praktického 
by to bola chyba samotného programu, pretože nezabezpečil, že na lokálnom 
účte  má  zákazník  najnovšie  záložky  a  to  je  hlavný  cieľ  synchronizácie 
záložiek.  Preto  je  potrebné,  aby  sa  synchronizácia  vykonala  aj  pri  štarte 
klientskej aplikácie. Ak by sa táto počiatočná synchronizácia odlíšila od tých, 
ktoré by boli  spúšťané na základe výskytu  udalosti,  dalo by sa povedať o 
ktorú situáciu ide. 
V prípade štartu programu by bolo jasné, že zmeny medzi lokálnym 
účtom a  kópiou  majú  príčinu  v  predošlom behu na  inej  stanici.  Teda  na 
serveri je novšia verzia skladu záložiek ako na lokálnom účte.
Ak  by  šlo  o  druhý prípad,  bolo  by  jasné,  že  zmena,  ktorá  je  na 
lokálnom účte je novšia, pretože na základe jej  výskytu  sa synchronizácia 
spúšťa.
Pripusťme však možnosť výpadku alebo pasivity aplikácie.
Problém by totiž mohol nastať, ak by na stanici č.1 užívateľ upravil záložku a 
neprebehla by synchronizácia po dobu ďalšej práce na tejto stanici. Užívateľ 
by neskôr použil  stanicu č.2 a upravil by záložku inak. Táto zmena by sa 
premietla  na  server.  Pri  opätovnom prihlásení  na stanici  č.1  by sa spustil 
synchronizačný  program.  Ten  by  sa  pozrel  do  zoznamu  naposledy 
vykonaných  udalostí(po  ktorých  neprebehla  synchronizácia),  zistil  by,  že 
daná záložka bola upravená a táto zmena nebola odoslaná na server, tak to 
urobí teraz. Týmto vznikla situácia, kedy sa novšia verzia záložky prepísala 
staršou verziou.
V prípade, že by sa použil zoznam naposledy vykonaných udalostí a 
pripustili by sme možný výpadok len na strane servera, bolo by riešenie tejto 
otázky jasné. Na server by sa uložili v predošlom priebehu neodoslané zmeny 
a ak by aj po nich zostávala táto odlišnosť, bolo by zrejmé, že pochádza z 
predošlej práce na inej stanici a záložky na tejto stanici ešte neboli upravené.
Ak  však  zvážim  možnosť  výpadku  alebo  pasivity  klientskej  časti 
programu, aplikácia nemá prostriedok na rozhodnutie tejto situácie. Preto sa 
objavuje potreba atribútu, ktorý by mohol v danom prípade rozhodnúť, ktorá 
z týchto záložiek je aktuálnejšia. Teda čas poslednej zmeny záložky. 
Vo väčšine prehliadačov je tento problém vyriešený. Tak by bola podmienka 
pre možnosť rozhodnutia v danom prípade splnená. Zo skúsenosti ale viem, 
že nie vo všetkých prehliadačoch pracuje tento atribút správne resp. podľa 
očakávania. Táto nejasnosť by sa ale dala obísť vytvorením vrstvy, ktorá by 
danú funkcionalitu vykonávala za prehliadač.




2. Novšej verzie je záložka na serveri
=> nahradím záložku na lokálnom ú te jej novouč  
verziou zo servera
Obr č.4: Vývojový diagram popisujúci algoritmus spracovania záložky, 
ktorá sa nachádza na oboch stranách, no v rôznych verziách
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 4 Návrh riešenia
 4.1 Server
 4.1.1 Výkonná časť
Ak by sme umiestnili  výkonnú časť na stranu servera, zvýšilo  by to jeho zaťaženosť. Pri 
správe veľkého počtu účtov, by to mohlo poznateľne spomaliť resp. obmedziť jeho činnosť. Zároveň 
by sa zakaždým museli posielať dáta obsahujúce informácie o všetkých aktuálne uložených záložkách 
na server a po spracovaní zas už zosynchronizované záložky naspäť klientovi.
Každopádne  by klientská  časť  musela  vykonať  určitú  časť  synchronizácie,  inak  by musel  server 
pracovať priamo s uloženými súbormi, čo by bolo dosť ťažkopádne.
Lepšou možnosťou by bolo, ak sa o samotnú synchronizáciu postará klientská aplikácia a 
server bude využívať len ako úložisko. Toto riešenie má však menšie bariéry. Pokiaľ by som chcel s 
databázou pracovať priamo, musel by som mať prístup k databáze odkiaľkoľvek. To však vo väčšine 
prípadov  nie  je  možné.  Prístup  do  databázy  je  väčšinou  obmedzený  len  na  stanicu,  kde   tento 
databázový server beží. Kvôli tomu musí program prácu s databázou prenechať na server. Jedným z 
riešení je vytvoriť na serveri php skript, ktorý by bežal ako server. Tento by obsluhoval požiadavky na 
databázu, posielané klientskou aplikáciou, a vracal požadované dáta naspäť na spracovanie klientskej 
časti aplikácie. Spojenie by bolo zabezpečené soketmi. Takto by sa dala aplikácia rozvetviť a umožniť 
aj variant priamej komunikácie s databázou.
 4.1.2 Úložisko
Ak by sme si pre úložisko záložiek vybrali súbor a pristupovali by sme k nemu priamo, bolo 
by možné tento účet ľahko zneužiť, pretože by musel umožňovať zápis odkiaľkoľvek. Potrebovali by 
sme teda na prácu s ním vytvoriť obslužný program, ktorý by z neho umožňoval čítať a zapisovať, 
zároveň by ošetroval prístup k súboru na základe autorizácie. S tým by zas súvisela potreba vytvoriť 
protokol pre prácu s ním aj s klientom. No tento prístup je už našťastie prekonaný.
Ideálnym  spôsobom ako  uchovávať  a  spracovávať  množstvo  záznamov  je  uložiť  ich  do 
databázy.  Klient  sa  pripojí  k  databáze,  vypýta  si  aktuálny obsah skladu so záložkami,  poprípade 
konkrétnu záložku(ak by tieto používali rovnakú identifikáciu), server mu tieto pošle a synchronizácia 
je v roli klienta. Po porovnaní a vyvodení úprav sa tieto upravené záložky pošlú na server alebo v 
prípade, že sa na serveri nič nemá zmeniť, nepošle sa nič.
 4.1.3 Záloha
Pokiaľ  sa  sústredíme  na  užívateľskú  zálohu,  táto  môže  byť  riešená  takisto  databázou.  V 
podobe ďalšej tabuľky, ktorá by uchovávala záznamy o zmazaných záložkách.
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Čo  sa  týka  zálohy  v  prípade  zmazania  databázy,  táto  môže  byť  realizovaná  občasným 
exportovaním databázy do záložného súboru. Buď už automaticky alebo ručne administrátorom.
 4.1.4 Webová administrácia
Pokiaľ  ide  o  prácu  s  databázou,  tak  zjavne  najlepším  riešením  je  implementovanie 
administrácie  v  jazyku  PHP,  ktorý  je  v  tomto  smere  najpoužívanejším  nástrojom.  Vytvorenie 
jednoduchého a intuitívneho rozhrania pre úpravu záložiek.
 4.2 Klient
 4.2.1 Získavanie dát
Prvým  krokom  pri  synchronizácii  bude  získanie  záložiek.  Keďže  som  v  jazyku  python 
nenarazil na moduly, ktoré nejakým spôsobom zjednodušujú alebo optimalizujú prácu zo záložkami 
konkrétnych prehliadačov, navyše je mojím zámerom vytvoriť aplikáciu ľahko rozšíriteľnú o prácu s 
rôznymi prehliadačmi, musel som sa zamerať na úložiská týchto prehliadačov a teda na získavanie dát 
priamo z ich úložných súborov.
Zameral  som  sa  hlavne  na  2  v  linuxovom  prostredí  rozšírené  prehliadače.  Tými  sú 
Firefox(Iceweasel) a samotný Konqueror, ktorý je súčasťou grafického rozhrania KDE.
Keďže prvé dva z menovaných prehliadačov používajú rovnaký formát úložného súboru, bola 
by otázka spracovania týchto o niečo jednoduchšia. Oba si uchovávajú záložky vo formáte html. 


























Ako vidíme na ukážke, súbor má hierarchickú štruktúru. Obsahuje záznamy usporiadané do 
vnoreného zoznamu. Skupina záložiek obsahuje takisto zoznam záložiek. Je to teda vnorený zoznam. 
Každý záznam či uz skupina alebo záložka je v súbore uvedený tagom <DT>. Skupina záložiek je 
popísaná prostredníctvom elementu označeného tagom <H3>. V rámci tohto elementu sa uchovávajú 
informácie  o  danej  skupine.  Ako  vidíme  v  ukážke  je  to  pod  atribútom  LAST_MODIFIED čas 
poslednej zmeny skupiny. Atribút  PERSONAL_TOOLBAR_FOLDER vraví prehliadaču na základe 
hodnoty,  že   obsah  tejto  skupiny  má  byť  zobrazený  v  hlavnom(osobnom)  panely.  Posledným 
atribútom  tejto  skupiny  je  ID,  ktorý  nesie  identifikáciu  tejto  skupiny  v  rámci  všetkých 
záznamov(záložky aj skupiny). Jeho hodnota je teda v rámci tohto dokumentu jedinečná. Hodnota 
tohto elementu určuje názov skupiny resp. nálepku, ktorou je v prehliadači táto skupina označená. Za 
týmto elementom nasleduje zoznam záložiek, ktoré skupina obsahuje. Na konci zoznamu sa môže 
objaviť element označený tagom <DD>. Tento uchováva popis k danej skupine.
Záložka sa zapisuje ako element označený tagom <A>, ktorý obsahuje podobne atribúty ako 
zložka.  Líšia  sa  hlavne v tom,  že  skupina nenesie  informáciu  o URI adrese.  Tá sa  nachádza za 
atribútom  HREF.  Ďalšími  atribútmi  môžu  byť  čas  pridania  záložky  ADD_DATE,  čas  poslednej 
návštevy  danej  stránky resp.  použitia  tejto  záložky.  Atribút  SHORTCUTURL nesie  informáciu  o 
kľúčových slovách, pomocou ktorých prehliadač vyhľadáva v záložkách. V ukážke záložka obsahuje 
aj informáciu o ikone, ktorá sa má použiť pre zobrazenie. V prípade, že sa táto nachádza na osobnom 
panely alebo pri prezeraní záložiek v menu. Táto sa nachádza pod atribútom ICON. Rovnako ako v 
prípade skupiny aj pre záložku plat, že hodnota, ktorú element, v tomto prípade A nesie je použitá ako 
názov alebo nálepka tejto záložky.  Ďalším atribútom použitým pre  záložku môže  byť  FEEDURL 
označujúci webový zdroj/kanál. Za týmto elementom, môže nasledovať upresňujúci popis.
Keďže sú záložky v súbore hierarchicky usporiadané, musia byť jednotlivé skupiny a celky 
oddelené. Skupinu, resp. celok uvádza tag <DT> nasledovaný tagom <p>. Ukončujúcou sekvenciou 
je potom </DL><p>.
Mimo záložiek a skupín, ktoré ich združujú je súčasťou zoznamu aj oddeľovač, umožňujúci 
sprehľadniť tento sklad. Oddeľovač v súbore tohto formátu označuje tag <HR>.
V  tomto  type  dokumentu  záznamy  zdá  sa  obsahujú  všetky  potrebné  informácie  pre 
jednoznačné  rozhodnutie  vo  vyššie  popísaných  situáciách.  Bolo  by  teda  možné  v  rámci 
synchronizácie pracovať priamo s týmto súborom. Keďže prehliadač nepoužíva tento súbor len na 
archiváciu, ale pracuje s ním počas chodu aplikácie, takže zmeny vykonané v prehliadači sú následne 
ukladané do súboru. V tomto prípade by bola splnená aj podmienka pre synchronizáciu spúšťanú 
bezprostredne po výskyte udalosti.
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Formát súboru pre Konqueror
Tento  bol  popísaný  v  úvode.  U  tohto  súboru,  nastáva  už  spomínaná  nejednoznačnosť. 
Napriek  tomu,  že  formát  XBEL podporuje  identifikáciu  záznamov  pomocou  originálnej  hodnoty 
atribútu  id,  túto možnosť prehliadač nevyužíva. Tu vzniká podstatný problém, ktorý znemožňuje 
jednoznačne identifikovať záznamy. Záložky by museli byť identifikované iným spôsobom. Možnosť 
identifikácie  pomocou  URI odpadá,  keďže môže  nastať  situácia,  kedy sa  v  dokumente  nachádza 
záložka  viacnásobne.  Tento  jav  nie  je  už  taký  nepravdepodobný.  Niektoré  prehliadače  si  totiž 
automaticky vytvárajú skupiny záložiek na základe rôznych štatistík ako napr. záložky najčastejšie 
používané  alebo taktiež  najnovšie  pridané  záložky.  Tieto  záložky sa  už  pochopiteľne  v  úložisku 
nachádzajú a ak teda neexistuje systém, ktorý by na tieto záložky odkazoval bez toho, aby vytváral 
nové záznamy, resp. nemá na to prostriedok v podobe jednoznačnej identifikácie, ako je to v tomto 
prípade, tak je táto možnosť nesprávna. V danom prípade teda jednoduchý spôsob, ktorý by umožnil 
spoľahlivú synchronizáciu.
Ďalším problémom je absencia atribútu modified, veľmi významný atribút ako sa neskôr 
dočítate,  v  záznamoch  o  záložkách.  Tento  atribút  je  taktiež  špecifikovaný formátom XBEL,  no 
prehliadač  tento  zjavne  nevyužíva.  Špecifický  element  time_modified,  patriaci  elementu 
metadata zas nepracuje tak, aby spĺňal podmienku pre spoľahlivo fungujúcu synchronizáciu.
Riešením by bolo zaviesť pomocný súbor, ktorý by dokázal namapovať svoje záznamy na 
záznamy  súboru  pre  prehliadač  konqueror.  Tieto  záznamy  by  doplnil  o  identifikáciu,  čím  by 
zjednodušil  proces  rozpoznávania  odpovedajúcich  si  záložiek.  Musel  by  taktiež  zabezpečiť 
informáciu o poslednej zmene záznamu.
 4.2.2 Pomocný súbor
Tento súbor by mal  spĺňať podmienky pre spoľahlivú a jednoduchú synchronizáciu medzi 
záložkami servera a lokálnym účtom. Ťažisko rozpoznávania záložiek sa teda prenesie na tento súbor. 
Bude obsahovať všetky atribúty pôvodného záznamu, tieto ešte doplní o identifikáciu a čas poslednej 
zmeny záložky.
Pokiaľ ide o synchronizáciu medzi  týmto  súborom a súborom prehliadača,  bude potrebné 
zvoliť spôsob, podľa čoho by bolo možné identifikovať jednotlivé záložky. Atribút nesúci URI je sám 
o sebe nepostačujúcim údajom. Nebolo by jasné do akej skupiny daná záložka patrí. V prípade, že by 
sme zvolili rekurzívny prechod týmito záznamami, mohli by sme sa uskromniť s touto informáciou, 
ak predpokladáme, že v danej záložke by bol každý zdroj obsiahnutý práve raz. Duplicita v rámci 
jednej  skupiny je z praktických dôvodov nadbytočná,  avšak aj duplicitné položky by bolo možné 
identifikovať napr. pomocou poradového čísla, takže by to nepredstavovalo väčšie  komplikácie. Pri 
tomto prístupe by bolo však zložitejšie odhaliť záložku, presunutú do inej skupiny. V prípade výskytu 
záložky s rovnakým zdrojom v dvoch rôznych skupinách, by bolo komplikované zistiť, či sa daná 
záložka premiestnila do inej skupiny alebo bola zmazaná. Zvolím si nerekurzívny prístup. Aby som 
zabezpečil  identifikáciu  záložky v  rámci  daného  skladu,  vytvorím  tento  identifikátor  pridaním k 
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samotnej  URI  cestu,  zostavenú  z  názvov  jednotlivých  skupín.  Pokiaľ  by  sa  v  danej  záložke 
nachádzala  duplicitná  záložka,  môžem tieto  odlíšiť  spomínaným  poradovým číslom.  Takto  by sa 
vytvorili  serializované  zoznamy  na  oboch  stranách.  V  prípade  zmeny  názvu  skupiny  by  sa 
samozrejme tieto záložky nenašli. V Takom prípade by sa zahájilo rozpoznávanie prostredníctvom 
obsahu, porovnal by sa obsah tejto skupiny s ostatnými. Pôvodný názov by sa našiel podľa najväčšej 
zhody obsahu. Následne by sa vyhľadali záložky skupiny s pozmenenými kľúčmi. V prípade, že by sa 
záložky nenašli, znamenalo by to, že sú nové a pridali by sa do odpovedajúcej skupiny.
Po skončení  mapovacieho  procesu  by sa  jednotlivé  dvojice  porovnali  podľa  atribútov.  V 
prípade,  že  sa  žiaden  atribút  nezmenil,  nič  sa  neudeje.  Ak  nastali  zmeny,  záložky  na  strane 
pomocného súboru sa upravia a nastavia čas poslednej zmeny. Pokiaľ sa nájde nová záložka, pre túto 
sa v pomocnom súbore vygeneruje identifikačné číslo.
 4.2.3 Proces synchronizácie
Keďže sú dáta v databáze ukladané v serializovanej podobe, bude sa s nimi aj takto pracovať. 
Z  toho  dôvodu  sa  prevedú  do  takejto  podoby  aj  dáta  na  lokálnom  účte.  Samotný  proces 
synchronizácie sa bude riadiť pravidlami už spomínanými v kapitole venujúcej sa návrhu riešenia.
Odpovedajúce si položky sa budú porovnávať podľa času poslednej zmeny.  Ak budú tieto 
časy u oboch položiek rôzne, vyvodí sa z toho záver. A to ten, že podľa novšej verzie sa upraví aj 
záložka na druhej strane. 
V prípade záložiek bez svojho obrazu, teda záložiek, ktoré sa nenašli na oboch stranách, sa 
postupuje nasledovne:
Položka na lokálnom účte nemá odpovedajúcu položku na serveri. V tomto prípade sa zistí, či 
ide o položku, ktorá má byť zmazaná z lokálneho účtu alebo sa má pridať aj na server. Ak sa položka 
s touto identifikáciou nenachádza na serveri v zozname zmazaných,  je táto položka nová a má sa 
pridať aj na server. Ak však nájdeme položku s touto identifikáciou medzi zmazanými, znamená to, že 
sa táto úprava ešte nepremietla na lokálny účet a teda vykoná sa príslušná úprava. Položka sa zmaže z 
lokálneho účtu.
Pokiaľ nastane situácia, že sa na serveri nachádza záložka, ktorá nemá svoj obraz na lokálnom 
účte, je postup rozhodovania nasledovný:
Použitím  pomocného  súbora,  odpadá  potreba  zavádzať  do  systému  pomocný  zoznam, 
naposledy vykonaných zmien na lokálnom účte. Tieto zmeny sa zistia pri  prvotnej synchronizácii 
súboru  prehliadača  s  pomocným  súborom.  Keďže  si  tento  súbor  zapíše  zmeny  až  po  úspešnom 
vykonaní synchronizácie so serverom, je zaručené, že aj v prípade nedostupnosti servera, nám táto 
informácia nezanikne. Až kým sa nevykoná celý proces úspešne.
Vieme  teda  zistiť,  či  bola  daná  položka  v  predošlom behu prehliadača  z  lokálneho  účtu 
vymazaná a má sa teda táto vymazať aj zo servera alebo v prípade, že porovnanie súborov nezistí 
rozdiel, ktorý by nasvedčoval tomuto stavu, pridá sa položka na lokálny účet.
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 4.2.4 Zápis dát
Po synchronizácii je potrebné zapísať zmeny na lokálny účet. Keďže súbory používajú rôzne 
formáty,  je  dôležité  tieto  poznať  a  dáta  zapisovať  korektne  na  základe  špecifikácie  konkrétneho 
formátu.
 4.2.5 Rozpoznanie udalosti
Táto časť bude riadiť chod celej aplikácie. Dôležitou podmienkou pre zamýšľanú funkčnosť 
je  reakcia  na  zmenu  v  lokálnom sklade  záložiek.  Keďže  pôjde  o  zmenu  na  úrovni  súborového 
systému je potrebné nájsť nástroj, ktorý by umožňoval sledovanie týchto zmien.
Jazyk python našťastie takýto modul obsahuje. Modul pyinotify poskytuje nadstavbu pre 
prácu so subsystémom linuxového jadra, inotify. 
inotify poskytuje notifikáciu o udalostiach v súborovom systéme. Tento subsystém bol 
pridaný do hlavného stromu linuxového jadra vo verzii 2.6.13. Je možné skompilovať ho aj do verzie 
2.6.12, možno aj do starších verzií pomocou patchu. Jeho funkciou je v zásade rozšírenie súborových 
systémov tak, aby zachytávali udalosti na súboroch a tieto zmeny boli predávané aplikáciám. Jeho 
správy sú  exportované  z  jadra  systému  do  užívateľského  priestoru  pomocou  troch  systémových 
volaní.  pyinotify sa naviaže na tieto volania a poskytujúc implementáciu nad úrovňou týchto 
volaní ponúka všeobecne použiteľný a odľahčený spôsob práce s nimi.[5][6]
Druhou podmienkou pre bezprostredné rozpoznávanie zmien je samotná podpora na strane 
prehliadačov. V daných prípadoch je splnená, kedy u všetkých spomínaných reflektujú úložné súbory 
aktuálny stav záložiek v užívateľskom rozhraní. 
V  opačnom smere  to  tak  celkom nie  je,  pretože  zmeny  vykonané  v  súbore  počas  behu 
prehliadača sa neprejavia. Tento je potrebné  reštartovať, aby sa zmeny prejavili aj v užívateľskom 
rozhraní. Uvažujeme ale účet s jedným užívateľom. Keď si uvedomíme si, že aplikácia bude spúšťaná 
pri štarte systému, následne bude vykonaná počiatočná synchronizácia, pri spustení prehliadača už 
budú záložky zosynchronizované podľa najnovšej verzie skladu. V danom prípade teda nemôže nastať 
jav, kedy sa záložky zmenili iným pričinením ako prostredníctvom daného prehliadača. Pokiaľ by 
však  šlo  o  synchronizáciu  horizontálnu,  teda,  žeby  sa  záložky  synchronizovali  aj  navzájom  na 
lokálnom účte, tento jav môže nastať. V tomto prípade by bol potrebný zásah v podobe notifikácie 




 5.1 Implementácia servera
 5.1.1 Databáza
Užívateľský účet
Záložky spolu so skupinami sa budú uchovávať v jednej tabuľke. Rozhodol som sa na základe 
toho, že oba typy záznamov majú väčšinu spoločných atribútov a dajú sa ľahko rozoznať na základe 
poľa nesúceho informáciu o URI. V prípade skupiny je totiž tento atribút nenastavený. V tabuľke sa 
budu uchovávať  aj  záznamy predstavujúce  oddeľovače.  Tieto považujem v  rámci  spracovania  za 
seberovné so záznamami o skupinách a záložkách. Taktiež obsahujú informáciu o poslednej zmene 
tohto záznamu. Tieto záznamy v sú v rámci aplikácie odlíšené pomocou informácie, obsiahnutej v 
poli  pre  popis  záložky.  Tá  bude  v  prípade,  že  pôjde  o  oddeľovač  obsahovať  kľúčové  slovo 






























Popíšem na ňom jednotlivé atribúty:
id – identifikačné číslo unikátne v rámci tabuľky,
inner_id – identifikačné číslo pre vnútornú potrebu aplikácie,
inner_parent – identifikačné číslo nadradenej skupiny,
label – názov záložky/skupiny,
description – popis,
add_date – čas pridania záznamu, rozumie sa čas pridania do aplikácie,
last_modif – čas poslednej zmeny,
last_charset –  nie  je  celkom  jasné  jeho  použitie,  pravdepodobne  nesie  informáciu  o 
poslednom použitom kódovaní pre danú záložku,
shortcuturl – kľučové slová pre danú záložku,
last_visit – čas poslednej návštevy zdroja, resp. posledného použitia tejto záložky,
icon – použitá ikona,
schedule – tomuto atribútu tiež celkom nerozumiem, malo by to byť pravidlo pre sledovanie 
zmien na danej adrese,
feedurl – adresa webového zdroja,
showintoolbar – v rámci prehliadača konqueror určuje, či sa má daná záložka zobrazovať v 
osobnom panely,
meta_owner – taktiež atribút používaný v prehliadači konqueror, obsahuje vyššie popísané 
informácie,
personal_toolbar – určuje, či sa daná skupina záložiek použije ako obsah do osobného 
panelu,
folded   –  atribút  sa  používa  v  prehliadači  konqueror  pre  určenie,  či  má  byť  daná 
skupina/záložka štandardne zobrazená v užívateľskom rozhraní,
url – adresa zdroja, na ktorý sa záložka odkazuje,
order – uchováva poradie v rámci usporiadania záložiek,
nasledujúce  atribúty  som pridal  len  kvôli  zachovaniu  dát  prehliadača  konqueror,  keďže  som 
nepochopil ich funkčnosť:
time_added – mal by uchovávať čas pridania záložky,
time_visited – mal by uchovávať čas poslednej návštevy zdroja,
visit_count – mal by uchovávať počet návštev daného zdroja
Ako  zoznam  zmazaných  záznamov  a  zároveň  užívateľsky  dostupná  záloha,  bude  slúžiť 
podobná  tabuľka.  Táto  však  bude  navyše  obsahovať  atribút  nesúci  informáciu  o  čase  zmazania 
záznamu.
Proces zaznamenávania zmazaných záložiek bude prebiehať jednoducho. Vytvorí sa trigger, 
ktorý na základe udalosti mazania (DELETE) v tabuľke aktuálnych záložiek, vytvorí nový záznam v 
tabuľke zmazaných a skopíruje doň informácie o tejto záložke resp. teda záznam presunie.
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Účty
Keďže  má  byť  databáza  zdieľaná  viacerými  užívateľmi,  musí  sa  medzi  tabuľkami 
jednotlivých užívateľov odlíšiť. Zároveň je potrebné tieto účty spravovať. Na to bude slúžiť tabuľka 
accounts, ktorá bude obsahovať informácie o jednotlivých užívateľských účtoch.  Záznam v nej 
bude obsahovať unikátnu identifikáciu užívateľa, jeho užívateľské meno, heslo šifrované pomocou 
AES(Advanced Encryption Standard), názov tabuľky, v ktorej sa nachádzajú jeho záložky a názov 
tabuľky, obsahujúci záložky už zmazané.









bookmarks_tbl – obsahuje názov tabuľky pre aktívne záložky
deleted_tbl – obsahuje názov tabuľky zmazaných záložiek
Čo sa týka názvov tabuliek, tie sa budú skladať z všeobecného názvu tabuľky a id užívateľa. 
Teda  v  prípade  užívateľa  s  id čislo  1,  bude  názov  jeho  tabuľky  s  aktívnymi  záložkami 
bookmarks_1 a názov tabuľky pre zmazané záložky deleted_1. Keďže je tento atribút unikátny, 
je zaručené, že pri vytváraní nenastane situácia, kedy sa vygenerujú pre dvoch rôznych užívateľov dve 
rovnaký názov tabuľky.
Vytvorenie účtu
Túto funkčnosť zabezpečí skript na lokálnom účte. Užívateľovi vytvorí účet, následne vytvorí 
na základe priložených skriptov tabuľky. Názvy týchto potom doplní do záznamu o užívateľovi.
 5.1.2 Výkonná časť
Výkonnú  časť  servera  predstavuje  skript,  obsluhujúci  požiadavky  klienta  na  prácu  s 
databázou. Spojenie je realizované pomocou soketov.
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 5.1.3 Webové rozhranie
Ukážka:
 5.2 Implementácia klientskej časti aplikácie
Čo sa  týka  implementácie  tejto  časti  aplikácie,  postupovalo  sa  podľa  popísaného  návrhu 
riešenia.
 5.2.1 Užívateľský účet
Pred prvým štartom aplikácie na danej stanici, si musí užívateľ vytvoriť nový účet poprípade 
sa prihlásiť už na existujúci. Na to slúži skript create_account.py. Ten si v prípade vytvorenia 
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nového  účtu  vyžiada  registračné  informácie,  teda  užívateľské  meno  a  heslo,  ktoré  bude  danému 
užívateľovi slúžiť ako prístup na jeho účet. Vytvorí sa teda nový účet. Potom sa na serveri na základe 
požiadavky vytvoria  tabuľky potrebné  pre  uchovávanie  záložiek  daného  užívateľa.  Po  úspešnom 
vytvorení účtu sa do konfiguračného súbora uložia informácie o účte, potrebné pre samotnú aplikáciu.
Ak pôjde o prihlásenie sa užívateľa na už existujúci účet, vyžiada sa meno a heslo potrebné 
pre prihlásenie sa k tomuto účtu a vykoná sa autorizácia. V prípade úspešnej autorizácie sa informácie 
o účte uložia do konfiguračného súboru a program s nimi môže hneď pracovať.
 5.2.2 Implementovanie služby
Jednou  z  požiadavok  na  túto  aplikáciu  bola  aj  jej  zakomponovanie  ako  služby v  rámci 
systému.  Túto  funkcionality  zabezpečí  skript  install.sh.  Tento  vytvorí  zo  šablóny  skript 
predstavujúci službu. Túto službu nainštaluje do systému a pridá ju taktiež medzi služby, ktoré majú 
byť spúšťané pri štarte systému.
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 6 Záver
Väčšina popisovaných a diskutovaných riešení bola implementovaná vo výslednej aplikácii. 
Nie však všetky časti boli naplnené.
Aplikáciu tvorí  serverová časť,  ktorá vykonáva obslužnú úlohu.  Zároveň poskytuje  akésy 
pohotovostné  alebo  administračné  rozhranie,  ktoré  je  mimo  hlavnú  funkčnosť  systému.  To však 
umožňuje prístup v prípade, že sa užívateľ ocitne v situácii, že sa nachádza na stanici, kde nie je 
nakonfigurovaný daný systém,  a  umožní  mu  uložiť  si  alebo upraviť  takýmto  spôsobom záložky. 
Takisto toto rozhranie môže slúžiť v prípade potreby rôznych opráv.
V  priebehu  tvorby  klientskej  aplikácie  nastala  situácia,  kedy  som sa  musel  odkloniť  od 
pôvodného zámeru zainteresovať aj prehliadač Firefox. Bolo to spôsobené tým, že prehliadač Firefox 
zmenil systém správy záložiek tak, že sa moje pôvodné riešenie naň nedalo aplikovať. Zameral som 
sa teda len na prehliadač konqueror.
Veľmi prínosným pre mňa bola skúsenosť s nesprávnym vývojovým procesom. Keďže som 
začal zo zlého konca a začal tvoriť projekt bez počiatočnej hlbšej analýzy,  vynárali  sa problémy, 
ktoré bolo potrebné riešiť počas procesu implementácie oveľa opatrnejšie. Jedným z tých problémov 
bolo aj  ošetrenie práce s kódovaním znakov. Tento problém sa mi  nepodarilo vyriešiť zavčasu a 
keďže som sa neskôr dostal pod časový tlak, tak som ho odložil s tým, že sa k nemu neskôr vrátim a 
obmedzil činnosť programu len na prácu so znakmi ASCII tabuľky.
Vytvorená  aplikácia  ponúka viacero  možností  rozšírenia.  Jednou z  nich je  už  spomínané 
zainteresovanie  rôznych  prehliadačov.  Zároveň  možnosť  synchronizácie  záložiek  v  rámci  danej 
stanice  je  poruke.  Keďže  som  pôvodne  takýmto  smerom  aplikáciu  orientoval,  je  táto  možnosť 
prakticky implementovaná a teda je ju možné menšou úpravou aktivovať.
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Príloha 1. Príručka pre inštaláciu na serveri




Príručka pre inštaláciu na serveri
 1. Rozbalenie balíka
Balík bksync.tar.gz rozbalíte príkazom tar -xzf bksync.tar.gz na požadované miesto. Vstúpite 
do zložky obsahujúce zdrojové súbory pre server príkazom cd bookmarks/www.
 2. Vytvorenie databázy
Pred samotnou inštaláciou servera je potrebné vytvoriť manuálne databázu, ktorá bude 
programom používaná.
 3. Konfigurácia servera
Ďalej treba nastaviť server pre prácu s klientom v prípade, že sa bude s databázou pracovať 
nepriamo prostredníctvom skriptu na serveri. Zároveň je to potrebné pre funkčnosť webového 
rozhrania. Na to slúži skript configuration. Stačí ho spustiť jednoduchým príkazom 
./configuration a nasledovať jeho požiadavky. Údaje sa zapíšu do konfiguračného súboru 
umiestneného v aktuálnej zložke pod názvom .config. 
 4. Inštalácia servera
Súbory nachádzajúce sa v zložke www sa nahrajú na webový server.
 5. Spustenie
Pokiaľ pôjde o verziu, ktorá bude pracovať prostredníctvom skriptu na serveri, tak tento 
musíme spustiť. Urobíme to príkazom php ./handle_query.php.
 6. Vytvorenie tabuľky užívateľov
V hlavnom adresári sa nachádza súbor server_config.py. Tento sa spustí príkazom 
„./server_config.py -i“ v prípade, že bude klient pracovať s aplikáciou prostredníctvom 
skriptu na serveri, alebo len „./server_config.py“, ak bude klient pracovať s databázou 
priamo. Pri prvom spustení je potrebné zadať voľbu '2' create new server. Po zadaní údajov 
pre komunikáciu sa vytvorí tabuľka(ak táto ešte nebola vytvorená).
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Príloha č.2
Užívateľská príručka k programu
Popis: program  zaisťujúci  synchronizáciu  lokálnych  záložiek(jedná  sa  o  záložky  prehliadača 
konqueror) so vzdialeným úložiskom(databázou).
Inštalácia: Pozn.  program  k  svojmu  chodu  vyžaduje  program  inštalovaný  interpret  jazyka 
Python(odporúčaná  verzia  2.4  a  vyššie)  a  taktiež  v  základnom  balíku  nezakomponovaný  balík 
MySQLdb.
1. Rozbaľte  balík  „bksync.tar.gz“  na  Vami  určené  miesto  príkazom  tar   ­xzf 
bksync.tar.gz.
2. Konfigurácia:
– nastavenie práce so serverom => ./server_config.py ­i
– vyberte možnosť '1' connect to an existing server
– vytvorenie/prihlásenie sa k účtu => ./create_account.py ­i
– Ak máte účet vytvorený a konfigurujete program pre prácu na Vašej ďalšej stanici, 
vyberte možnosť pre prihlásenie sa k Vašemu účtu
– inak si vytvorte nový účet
– vyberte si užívateľské meno a heslo
– následne sa vytvoria tabuľky a konfiguračný súbor pod názvom „.config“ uložený 
v danej zložke
3. Inštalácia programu ako služby do inicializačného súboru systému:
-  spusťte  skript  install.sh.  Keďže  tento  skript  pracuje  s  konfiguračnými  súbormi 
systému, je potrebné mať pri jeho spustení práva superužívateľa. Ak inštalujete program pre 
užívateľa `root`, môžte program spustiť nasledovne:
sh ./install.sh
      inak použite:
sudo sh ./install ­u “uzivatelovo meno“
      alebo
su
sh ./install ­u “uzivatelovo meno“
pozn. Ako meno užívateľa sa myslí meno užívateľského účtu stanice
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4. Ak  všetko  prebehlo  úspešne  a  skript  nezahlásil  chybu,  vygeneroval  sa  skript  s  názvom 
“bksync“+“užívateľovo  meno“(napr.  bksyncjakub),  ktorý  bol  následne  uložený  do 





5. V prípade, že chcete službu odinštalovať, použite príkaz
sh ./uninstall.sh
resp.
sh ./uninstall.sh ­u „užívate ské meno“ľ
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