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Zadání 
1. Seznamte se s fenoménem demoscény, zejména pak s disciplínou grafické intro s omezenou 
velikostí. 
2. Prostudujte knihovnu OpenGL a její rozšíření. 
3. Nastudujte a popište techniky vhodné pro kompresi modelů v 64kB intru. 
4. Implementujte program demonstrující použití zvolené metody. 
5. Zhodnoťte dosažené výsledky a navrhněte možnosti dalšího vývoje. 




Tato práce se zabývá problematikou komprese modelů pro intro s omezenou velikostí nepřesahující 
64kB. Postupně jsou popsány různé techniky komprese modelu a také datová struktura modelu, který 
byl použit pro demonstraci vybrané kompresní metody. Dále je rozebrán algoritmus pro dělení ploch 







This work deals with compression of 3D models for the use in intro with limited size of less than 
64kB. Various techniques of model compression are described. Data structure of the model that was 
used to demonstrate the selected compression methods is also described. A simple algorithm for 
Catmull-Clark surface subdivision is described. Finally, the selected methods are experimentally 
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Cílem této práce je popsat techniky pro komprese modelů pro grafické intro s omezenou 
velikostí 64kB, někdy také nazývané grafické demo. Intra a dema jsou programy prezentující nějaký 
multimediální obsah, u intra s omezenou velikostí zpravidla procedurálně generovány za běhu 
programu. Celé intro je pak pouze jeden spustitelný soubor exe. Pro tvorbu intra s omezenou velikostí 
pak lze použít standardní kompilátor a výsledné exe zkomprimovat daným nástrojem (kkrunchy, fsg, 
upx). Nebo můžeme také použít speciální linker (crinkler), který jednak generuje malé exe a potom 
ho i sám komprimuje. Pro vykreslování je použita knihovna OpenGL, která je popsána v následující 
kapitole. 
Grafické intro může obsahovat určité základní prvky, jako je například terén s vegetací 
a různé textury, které ovšem nemohou být uloženy jako obrázek, ale musí se generovat procedurálně. 
S ohledem na velikost takového intra je to největší úspora místa. Nedílnou součástí jsou také 
dvojrozměrné nebo třírozměrné objekty, které jsou popsány ve třetí kapitole. Tyto objekty se mohou 
generovat z jednoduchých nepropracovaných modelů pomocí algoritmu Catmull-Clark nebo Doo-
Sabin, kde se po použití těchto algoritmů z hranatého modelu stává zaoblený a více propracovaný 
model. Pak jsou modely s velkým rozlišením, ale data takového modelu zabírají podstatně více místa, 
kterého máme omezené množství, proto je nutné pro takové modely použít různé techniky komprese, 
jež jsou popsány ve čtvrté kapitole. Hlavním cílem komprese je změna reprezentace dat příslušného 
modelu. Je to vlastně jakési jeho zjednodušení. Avšak toto zjednodušení se značně projeví na kvalitě 
modelu. Tato kvalita jde ovšem zvýšit pomocí algoritmů na vyhlazení, které byly zmíněny výše. 
Tento proces je patrný viz obrázek 1.1. Součástí grafického intra mohou být často také hudební 
skladby hrající na pozadí, které jsou vytvářeny také procedurálně. 
 
 
              a)                 b)                                                       c) 
Obrázek 1.1: Ukázky komprese obrázků a) originální obrázek, b) obrázek po kompresi 64k, 
c) obrázek po kompresi 64k po použití vyhlazení pomocí algoritmu Catmull-Clark  
 
V páté kapitole je popsána implementace programu pro demonstraci vybraných kompresních 
metod, v následující šesté kapitole zhodnocení dosažených výsledků. 
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2 OpenGL 
OpenGL (Open Graphics Library) je standard, který nám specifikuje multiplatformní rozhraní 
API (Application Programming Interface) při vytváření aplikací pro počítačovou grafiku. Tato 
knihovna byla navržena firmou SGI (Silicon Graphics Inc.) tak, aby se dala použít na různých typech 
akcelerátorů grafických karet, ale i tam, kde není žádný grafický akcelerátor nainstalován. V tomto 
případě se používá softwarová podpora, ale obvykle s velmi zřetelným poklesem výkonu v OpenGL 
aplikaci. Předchůdcem OpenGL byla knihovna IRIS GL (Silicon Graphics IRIS Graphics Library). 
V této době lze tuto knihovnu používat na platformách Microsoft Windows, ale také na různých 
verzích unixu. Je nezbytnou součástí programů používaných zejména ve stavebnictví a strojírenství. 
Standart OpenGL spravuje asociace ARB (Architecture Review Board), kde můžeme nalézt firmy 
jako SGI, Microsoft, NVIDIA, ATI atd. 
Knihovna nepoužívá objektově orientované programování, ale procedurální programování. 
S OpenGL se pracuje pomocí příkazů, které volají funkce a procedury, těch je kolem dvě stě padesáti. 
Rozhraní pracuje na principu klient – server. Klient posílá příkazy na server, který je vykonává. Tyto 
programy nemusí být na jednom stroji, mohou pracovat přes síťové rozhraní. Klient je nějaký 
program a server nám představuje grafický adaptér. 
Základní funkce OpenGL je vykreslování do framebufferu, umožňuje nám vykreslit různé 
body, úsečky, mnohoúhelníky a pixely, které se nazývají primitiva. Jak se ukládají data 
do framebufferu, můžeme vidět na obrázku 2.1. 
 
 
Obrázek 2.1: Blokové schéma GL[1] 
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Jak lze vidět na obrázku 2.1, do rendering pipeline vstupují Vertex data. Tato data nesou 
informace o vrcholech grafických primitiv (barvu, souřadnice, normálu, …). V první části je zde 
řešena geometrie primitiv. Data jsou transformována a poté se poskládají tak, že jsou následně 
připravena na další část, která se zabývá generováním nových primitiv. Ta se následně spojují 
s informacemi o textuře a připraví se na rasterizaci. Následná rasterizace data upraví a vygeneruje se 
rastrový obrázek, který je uložen ve framebufferu. Ten se dá následně načíst zpátky a také použít pro 
blending nebo například pro zrcadlení plochy. 
2.1 Vykreslování modelů 
Zobrazení, jak již bylo zmíněno, probíhá díky vykreslování grafických primitiv, kterými jsou 
body, úsečky, polygony, pixmapy a bitmapy. Dále pro prostorové modely platí, že jsou složeny 
z bodů, úseček a polygonů, kde mohou být doplněny o rastrovou informaci, kterou získáme z bitmapy 
nebo pixmapy.  
Při vykreslování jsou data vrcholů uložena v buffer objektech, neboli v polích GPU, což je 
adresový prostor serveru. Poté lze část z nich vykreslit pouze jedním příkazem, např. 
glDrawArrays()vykreslí několik po sobě jdoucích vrcholů nebo glDrawElements(), který 
vykreslí vrcholy napřeskáčku podle parametrů. [7] 
2.1.1 Typy grafických primitiv 
V OpenGL máme různé typy grafických primitiv, jak můžeme vidět na následujícím obrázku 
2.2. 
 




Jsou to vlastně body neboli vrcholy, které jsou specifikovány v poli, a může jich být 
libovolný počet. Je možné nastavit velikost bodů v počtech pixelů na bod. U bodů nezáleží 
na vzdálenosti od kamery, jeho velikost bude vždy stejná. [7] 
 
Obrázek 2.3:  GL_POINTS [7] 
GL_LINES 
Jedná se o samostatné úsečky neboli o spojnice mezi vrcholy, kde je každý vrchol použit 
pouze jednou. Ukázku úseček lze pozorovat na obrázku 2.4. [7] 
 
Obrázek 2.4:  GL_LINES [7] 
GL_LINE_STRIP 
Velice podobné jako GL_LINES ale nejsou stanovena žádná omezení na vrcholy, proto se 
mohou úsečky protínat a body opakovat viz obrázek 2.5. [7] 
 




Zde se jedná o uzavřenou lomenou čáru. Z posledního bodu jde úsečka do prvního bodu a tím 
uzavírá celou smyčku. [7] 
 
Obrázek 2.6:  GL_LINE_LOOP [7] 
GL_TRIANGLES 
Vykreslí sekvenci trojúhelníků pomocí tří vrcholů a toto vykreslování probíhá vždy po třech 
bodech, dokud jsou vrcholy k dispozici, zbytek je pak ignorován. [7] 
 
Obrázek 2.7:  GL_TRIANGLES [7] 
GL_TRIANGLE_STRIP 
Podobné jako vykreslování GL_LINE_STRIP, ale musíme si dát pozor na pořadí vrcholů 
v trojúhelnících, aby byly správně orientované, jinak by se špatně vykreslovaly k pozorovateli. Díky 
této funkci můžeme uspořit místo, protože dva sousední trojúhelníky mají společné dva vrcholy. 
Ukázka GL_TRIANGLE_STRIP je vidět na obrázku 2.8. [7] 
 
Obrázek 2.8:  GL_TRIANGLE_STRIP [7] 
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GL_TRIANGLE_FAN 
Funguje stejně jako GL_TRIANGLE_STRIP, jenom s jiným pořadím vrcholů pro trojúhelníky. [7] 
 
Obrázek 2.9:  GL_TRIANGLE_FAN [7] 
 
2.1.2 Vlastnosti grafických primitiv 
Vlastnosti bodů 
Funkce glPointSize(size) nám určuje průměr rastrovaných bodů jak vyhlazených, tak 
nevyhlazených. Při použití hodnoty size jiné než jedna má různé účinky v závislosti na tom, zda je 
zapnuté či vypnuté vyhlazovaní. Chceme-li povolit nebo zakázat vyhlazování, voláme funkci 
glEnable a glDisable s parametrem GL_POINT_SMOOTH. Vyhlazování je implicitně zakázáno. [6] 
Vlastnosti úseček 
Šířku vykreslovaného řádku nám udává funkce glLineWidth(width), která je implicitně 
nastavena také na hodnotu jedna, a stejně jako u bodů změna této hodnoty má různé účinky 
v závislosti na zapnutém vyhlazovaní. Další funkcí je glLineStipple(factor,pattern), ta nám 
určuje, jak se budou vzorkovat vykreslované úsečky. Parametr factor určuje násobek pro každý bit 
ve vzorku a pattern je šestnáctibitové celé číslo, které uvádí, jaké fragmenty řádku budou 
vykreslovány, když je řádek rastrován. [6] 
Vlastnosti polygonů 
Polygony jsou složeny ze dvou stran (back a front). Dají se ořezávat vykreslováním 
jednotlivých stran a je možné jim nastavit vzorek. Pokud jsou barvy vrcholů odlišné, je automaticky 
prováděna interpolace barev. 
 Dále display list nám může být nápomocen při ukládání příkazů OpenGL pro pozdější 
použití. Také je možné udávat orientaci primitiv (která strana je front a která back) pomocí 
normálových vektorů, kterým se budeme věnovat ve třetí kapitole. Normálové vektory se mohou 
využít rovněž ke stínování objektů. Jsou buď přiřazeny ploše, to je flat stínování, nebo se přiřazují 
vrcholům, takové stínování je pak nazváno Goraudovo. [6] 
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3 Reprezentace objektů 
V této kapitole se budeme zabývat reprezentací objektů v tomto programu.  Jedná se vlastně 
o model určitého objektu, který je reprezentován „zaznamenán“ určitými daty. Tato data většinou 
zjednodušují daný objekt, tedy nezaznamenávají všechna data, ale pouze zahrnují důležitá data, která 
jsou potřebná pro daný model. Ukázka reprezentace modelu lidského obličeje je patrná viz obrázek 
3.1. 
 
Obrázek 3.2: Model lidského obličeje  
3.1 Výpočet normálových vektorů 
Připomeňme si výpočet normálových vektorů u trojúhelníků pro určitý model tělesa. Kromě 
pozic jednotlivých vrcholů trojúhelníků je nutné také vyjádření jejich normálových vektorů při 
převodu výškového pole na síť trojúhelníků. Těleso je v podstatě funkce, kde výška nějakého bodu je 
funkční hodnotou dvou souřadnic x a y: 
 z=f(x,y) (3.1) 
V tomto případě by se u hladké a spojité dvourozměrné funkce vyjádřil normálový vektor 
pomocí vektorového součinu parciálních derivací v každém bodě tohoto tělesa: 
 n=(∂ f/∂ x) × (∂ f/∂ y) (3.2) 
Vztah viz výše je ovšem možné použít pouze v případech, kdy by bylo těleso definováno  
právě pomocí takovéto spojité funkce. V praxi je popis tělesa popsán diskrétní funkcí, většinou 
formou dvourozměrné tabulky, která je reprezentovaná rastrovým obrázkem. Na rozdíl 
od analytického výpočtu, který se používá u spojitých funkcí, je tento výpočet derivací nepřesný 
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a komplikovanější. Právě kvůli tomuto faktu je důležité nalézt odlišný způsob výpočtu normálových 
vektorů. 
 
Je patrné, že normála vypočtená pro konkrétní bod, přičemž tento bod leží na povrchu tělesa, 
bude závislá na výškách bodů v okolí bodu. Za předpokladu, že okolí bodu, kde chceme zjistit 
normálový vektor, obsahuje pouze dva body, normála se vypočítá jako vektorový součin 
vektorů u a v: 
 n=u × v (3.3) 
Tento vzorec obsahuje normované vektory u a v. Tyto vektory směřují ze sledovaného bodu 
do bodů tvořících okolí bodu. Tento případ ovšem ukazuje pouze na právě dva body. V praxi se 
takovéto hodnoty objevují pouze u krajních bodů tělesa, ve většině případů je okolí bodů větší. 
V klasickém případě, kdy nejsou brány v úvahu rohové a krajní body, má okolí bodu velikost osm, 
tedy osmiokolí. Lze uvažovat i čtyřokolí, ovšem za podstatné ztráty přesnosti. 
Výsledný normálový vektor pro toto větší okolí bodu se pak vypočítá jako součet 
vektorových součinů: 
 n=∑i=0
m (vi × vi+1) (3.4) 
V tomto vzorci písmeno m ukazuje počet bodů tvořících okolí (u rohových bodů je to 
trojokolía u hranových bodů je to pětiokolí), vektory vi a vi+1 jsou právě normované vektory, které 
směřují z aktuálního bodu do bodů právě v jeho okolí uspořádaných proti směru hodinových ručiček, 
toto uspořádání se provádí proto, aby výsledný vektor směřoval vzhůru k povrchu. 
Nyní je nutné provést normalizaci, tuto operaci je nutno provést právě po vypočtení 
normálového vektoru n. Tato operace se provede jako:  
 n'=n/|n| (3.5) 
Normálové vektory celých trojúhelníků jsme získali právě tímto postupem, který byl 
naznačen výše. Právě při použití těchto normálových vektorů pro vykreslování povrchu tělesa 
můžeme získat zajímavé obrázky. Ovšem je zde fakt, že sousední trojúhelníky nebudou mít stejné 
normály a budou vykresleny rozdílnou barvou, z čehož bude na první pohled zřejmé, že se těleso 
skládá právě z nich. Vykreslování trojúhelníků na základě jejich normál říkáme konstantní 
stínování (flat shading). Nyní je nutno tyto normály vypočítat. 
  
Vypočteme je velice jednoduchým postupem. Provedeme pouze součet normálových vektorů 
všech trojúhelníků, které se v daném vrcholu setkávají. Následně musíme vydělit jednotlivé složky 
normálových složek vektoru celkovou délkou vektoru, aby platilo |n|=1. Tomuto postupu se říká 
normalizace.  
Výpočet normály je výpočetně relativně složitá operace, vyžaduje totiž tři operace dělení, 
tři operace násobení a jeden výpočet odmocniny. Proto jsou potřeba i další optimalizace 
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pro urychlení. Těmito optimalizacemi mohou být například výpočet ambientní a difúzní barvové 
složky jednotlivých vrcholů u Gouraudova stínování. Toto můžeme realizovat, pokud se nebude 
měnit světelný zdroj. 
 Pak platí pro trojúhelník, který je polygon s 3 vrcholy, V 1 -V 2 -V 3 a normálou tohoto 
povrchu je . (Pro Euklidovský prostor je normálou  .) Pokud 
budeme uvažovat trojúhelník jako homogenní prostor, pak se rovnice sestaví: (nahrazením x, y, z na x 
/ w, y / w, z / w, pak w násobením na obou stranách)    
Například pro  můžeme napsat:  





Prostorová rovnice je násobkem transponované normály (n T) a společného vrcholu. [2] 
Obrázek 3.2 nám znázorňuje zobrazení normálových vektorů pro jeden trojúhelník. 
 
 
Obrázek 3.2: Ukázka výpočtu normálových vektorů [2] 
3.2 Catmull-Clark 
Tato metoda byla vyvinuta pány Edwinem Catmullem a Jimem Clarkem. Jedná se vlastně 
o postup zaoblení povrchu tělesa rozdělením na menší polygony. Tento postup je též známý jako 
Catmull-Clarkův algoritmus. Tento postup se velmi často využívá například při modelování těles. 
V následujících odstavcích bude popsán samotný princip Catmull-Clarkova algoritmu. 
Catmull-Clark algoritmus slouží k druhotnému dělení ploch modelu, je celkem rychlý 
a snadno realizovatelný. Tento algoritmus je možné srozumitelně a jednoduše použít na spojitých 
plochách modelu. Základní princip je odvozen z křivky zdokonalené algoritmem, ale podstatou je, že 
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existuje dobře definovatelný hladký povrch spojený se sítí modelu. Samotnou operaci definujeme tak, 
že vezmeme vstupní síť modelu a vygenerujeme novou výstupní síť, která je blíže k povrchu. Pokud 
bychom používali tento proces donekonečna, dostaneme se přesně na cílový povrch. Nicméně, stačí 
provést několik iterací pro dostatečné přiblížení, aby mezní plochy byly vzhledově k nerozeznání. 
V závislosti typu sítě na vstupu (trojúhelníkových, čtyřúhelníkových atd.) musíme použít různé 
algoritmy pro dělení ploch, pro trojúhelníkové sítě existuje široké spektrum, i když některé algoritmy 
jsou vizuálně lepší než ostatní. Pro čtyřúhelníkové sítě se obecně používá Catmull-Clark algoritmus, 
ale je ho možné implementovat i na sítě trojúhelníkového typu. [4] 
 
Všechny dělící algoritmy začínají tím, že nahrazují geometrický prvek, v našem případě 
trojúhelník, menšími verzemi téhož prvku. Jak v případě čtyřúhelníků, tak při použití 
na trojúhelnících je postup pro Catmull-Clark velmi podobný. 
 
Obrázek 3.3: Catmull-Clark dělení 
Pro každou hranu ve zdrojové síti přidáme vrchol, ten bude průměrem bodů, které nám 
udávají hranu, dále si pro každý trojúhelník najdeme těžiště z původních bodů a tam přidáme bod, jak 
je vidět na obrázku 3.3. Rovněž je nutno posunout původní body s ohledem na okolní plochy, které se 
dotýkají vrcholu. To uděláme následovně: Pro každý původní bod P vezmeme průměr F ze všech n 
bodů ploch, které se dotýkají původního bodu P, a dále vezmeme průměr R ze všech n hran se 
středními body pro hrany dotýkajících se původního bodu P, kde každá hrana se středním bodem je 
průměrem dvou vrcholů. Poté vezmeme originální bod a přesuneme ho do vypočítané souřadnice. 





Názornou ukázku algoritmu Catmull-Clark je možné vidět na obrázku 3.4, kde z viditelně 
hranatého modelu po několika iteracích algoritmu vzniká propracovaný zaoblený model. 
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Obrázek 3.4: Catmull-Clark dělení použito na děrovaný anuloid a postavu[4] 
 
Přesného hodnocení lze dosáhnout i jinak než rekurzivním používání Catmull-Clark dělení. 
Lze toho dosáhnout pomocí technik Jos Stam. Tato metoda formuluje rekurzivní upřesnění do matic 




Jedná se o speciální postup při ukládání nebo transportu dat. Hlavním úkolem komprese je 
zmenšit datový tok, eventuelně zmenšit potřebu zdrojů při ukládání informací. Obecně se jedná 
o snahu zmenšit velikost datových souborů, což je výhodné např. pro jejich archivaci nebo při 
přenosu přes síť s omezenou rychlostí (snížení doby nutné pro přenos). Komprese může být nutná při 
omezené datové propustnosti. Pro naše použití, tedy pro použití komprese 3D modelu do intra 
s omezenou velikostí, se dají použít komprese typu kvantifikace a kodifikace dat v modelu 64k intro 
s omezenou velikostí. Tyto postupy budou vysvětleny v následujících kapitolách. Dále existuje 
mnoho minimalistických technik a optimálního nastavení kompilátoru, který nám sníží velikost 
výsledného programu. Ale i dohromady výsledný exe soubor má stále velkou velikost. Tuto velikost 
je možné snížit prostřednictvím komprimačních nástrojů pro exe soubory, které z finálního souboru 
odstraní redundantní data, zkomprimují kód a přidají dekomprimační nástroj. Po spuštění dojde 
nejprve k rozbalení programu do paměti a následnému spuštění samotného programu. Časové 
zpoždění, způsobené úvodní dekompresí, je při tak malém programu jako je grafické intro 
nepostřehnutelné. Nevýhodou těchto komprimačních nástrojů je náchylnost antivirových programů 
hlásit nebezpečný obsah a blokovat takto zabalené programy při pokusu o spuštění. Je to způsobeno 
tím, že velké množství škodlivého softwaru se maskuje právě tímto způsobem.  
4.1 Kodifikace 
Kodifikace je proces, kde na vstup předáváme seznam trojic indexů, kde nám jedna trojice 
indexů tvoří dohromady trojúhelník. Výstupem pak budou indexy, které jsou transformovány tak, aby 
byly snadněji komprimovatelné pomocí komprimačních nástrojů. A zároveň by tato data měla být 
reversibilní, tzn. zpětně rekonstruovatelná na původní hodnoty co nejjednodušším způsobem. 
Na obrázku 4.1 můžeme vidět příklad kodifikace. 
 
 
Obrázek 4.1: Kodifikace 
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4.1.1 Delta kódování 
Pro zjednodušení datového pole a zmenšení hodnot se může použít delta kódování. Aby byl 
algoritmus efektivnější, tak nejprve jsou v každém trojúhelníku seřazeny indexy tak, že na první 
pozici je dán index s nejmenší hodnotou. Poté provedeme seřazení trojúhelníků podle prvního indexu 
souřadnic. Ale můžeme také nastavit seřazení trojúhelníků s ohledem na druhé indexy souřadnic, jak 
je vidět na obrázku 4.2. 
 
 
Obrázek 4.2:  Seřazení indexů vrcholů 
 
Po seřazení trojúhelníků může být provedeno samotné delta kódování. Jeho princip spočívá 
ve faktu, že od aktuálních indexů trojúhelníku se odečtou indexy předchozího trojúhelníku a výsledná 
hodnota nám určuje nové indexy aktuálního trojúhelníku. Výsledek po aplikaci delta kódování je 
vidět na obrázku 4.3. 
 
Obrázek 4.3:  Delta kódování 
 
Nakonec je, stejně jako u metody bez delta kódování, provedeno seřazení hodnot za sebe tak, 





Obrázek 4.4:  Seřazené delta kódování 
 
Tímto postupem dosáhneme faktu, že získáme třetinu hodnot v poli indexu složenou 
z podstatně nižších čísel, která by se měla dát lépe zkomprimovat než ostatní větší hodnoty. 
4.2 Kvantifikace 
Prvním  krokem je  kvantifikace  pomocí n bitů (např. n = 8). Snižuje  se množství bitů (od 32 
do N). Každý rozměr je rozdělen do segmentů M = 2n. Každý vrchol je přiřazen k nejbližšímu vzorku 
buněk. Obvykle se používá jednotná distribuce: 
• maximální chyba = velikost / 2N + 1 
• takže N = -1 + log2 (velikost / maximální chyba) 
N nemusí nutně být celé číslo. Podle vzorce vybereme nejlepší N na základě poměru velikosti 
a maximální chyby, což provede aritmetický kodér. 
Každá dimenze je rozdělena na jiné množství segmentů. Delší z nich potřebuje více bitů, 
které získáme předchozím postupem. Abychom neplýtvali zbytečně bity, použijeme vzorek jednotné 
kostky. Máme dva rozměry, které se převzorkovávají, to nepřispívá k snížení maximální chyby 
kvantifikace, jak je vidět na obrázku 4.5 a). Tři rozměry jsou stejné, jelikož byla použita jednotná 
kostka s hodnotou maximální chyby, kde je potom maximální chyba konzistentní, což zachycuje 
obrázek 4.5 b). Toto je vlastně nejlepší rovnoměrná kvantifikace s ohledem na maximální chybu.[5] 
 
Obrázek 4.5:  Kvantifikace a) levý obrázek   b) pravý obrázek [5] 
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Nerovnoměrné části modelu mají velký potenciál ke snížení počtu segmentů modelu a taky 
počtu bitů potřebných pro model. V ideálním případě chceme mít více segmentů tam, kde jsou 
vrcholy blíže u sebe a méně segmentů tam, kde jsou vrcholy od sebe vzdáleny. Proto se musíme 
podívat na hustotu vrcholů, viz obrázek 4.6. 
 
Obrázek 4.6:  Hustota vrcholů [5] 
 
Vložením více segmentů, kde je vyšší hustota, můžeme zachránit drahé bity se stejnou 
maximální chybou a při zachování stejné kvality. Při této operaci nám vzniká režie, protože musíme 
uchovat funkci hustoty, tak měříme skutečnou hustotu a používáme některé parametrické funkce, 
které odpovídají hustotě. Hustota může být také upravena podle subjektivních kritérií. Těmito kritérii 
mohou být: 
- nižší přesnost pro větší objekty, 
- nižší vzorky do částí objektů, když víme, že jsou daleko od kamery, to ovšem 
není vždy možné předpovědět, 
- nebo jiná heuristická kritéria. 
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5 Implementace aplikace 
Samotná implementace komprese modelu pro intro s omezenou velikostí byla napsána 
v jazyce C++. Vlastní realizace byla provedena pomocí knihovny OpenGL. V následující kapitole 
bude popsána samotná implementace, její klíčové části a bude naznačena funkčnost programu. 
5.1 Architektura programu 
V této kapitole bude popsána architektura programu. Na obrázku 5.1 je vidět schéma programu 
a propojení jeho modulů. 
 
Obrázek 5.1: Architektura programu 
 
Program pracuje následovně. Data modelu jsou uložena v textovém souboru. Máme zvlášť 
textový soubor pro vrcholy (bunny_verts_orig.txt) a pro indexy na vrcholy (bunny_indices_orig.txt). 
Tyto indexy vždy po třech tvoří jeden trojúhelník. Podle nastavení konfiguračního souboru, se 
vrcholy modelu zkvantifikují a indexy zkodifikují. Následně jsou tato kvantifikovaná a kodifikovaná 
data opět uložena do nových hlavičkových souborů. Na tyto nové soubory je použita dekomprese 
a data jsou poté zobrazena hlavním programem. 
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5.1.1 Realizace komprese 
Kvantizace 
Nejprve je nastavena velikost kvantizačního kroku, čím je větší, tím je horší výsledná kvalita. 
Následně je načten soubor bunny_verts_orig.txt a jsou z něho načteny pozice vrcholů. Nalezne se 
minimum a maximum souřadnic (bounding box). Následně je spočtena velikost, spočten počet kroků 
potřebný pro uložení modelu v dané dimenzi a jsou určeny konstanty pro uložení vrcholů. Nyní je 
v závislosti na konfiguraci provedeno delta kódování a uložení pozic za sebou. Teď může být 
ze struktury přečtena souřadnice, následně je upravena do rozměrů (0, 0, 0) - (1, 1, 1), jsou spočteny 
kvantované souřadnice a nakonec je proveden zápis kvantovaných souřadnic do souboru. 
Kodifikace 
Při kodifikaci jsou přečteny indexy vrcholů ze souboru bunny_indices_orig.txt. Trojúhelníky 
jsou orotovány tak, aby byl první index ten nejmenší. Trojúhelníky jsou následně seřazeny podle 
použitých indexů dle nastavení v konfiguračním souboru. Nyní je aplikováno delta kódování, pokud 
je nastaveno v konfiguraci. Nakonec jsou kodifikovaná data opět zapsána do souboru. 
 
5.1.2 Realizace Catmull-Clark algoritmu 
Algoritmus pro dělení ploch byl realizován pro trojúhelníkovou síť. Pro vizuální znázornění 
byl použit low poly (je to model s nízkým obsahem bodů) model dvacetistěnu viz obrázek 5.2. První 
tři obrázky nahoře jsou s použitím textury a spodní tři obrázky představují síťový model.  První 
obrázek zleva představuje objekt bez použití Catmull-Clark algoritmu. Prostřední s použitím Catmull-
Clark algoritmu s jednou iterací a obrázek napravo s použitím Catmull-Clark algoritmu se čtyřmi 
iteracemi. Je velmi zřetelné, že i po jedné iteraci je model vizuálně zaoblenější a při provedení většího 
počtu iterací se model stává skoro kulatým. 
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Obrázek 5.2: implementace Catmull-Clark algoritmu 
 
5.1.3 Konfigurace komprese 
Je realizována konfiguračním souborem config.h. V tomto souboru mohou být definovány a 
nastaveny následující parametry pro běh programu. 
  
- Indexy:  Pro indexy je zde definována řadící metoda pro seřazení indexů za sebou.  
Možnosti řazení jsou neřadit podle prvního nebo podle všech.  Jsou zde 
funkce, že můžeme nejprve seřadit první, druhé a nakonec třetí indexy a nebo 
mohou být řazeny po skupinách jako trojúhelníky. Dále můžeme nastavit 
delta kódování a můžeme zakódovat buď všechny tři indexy, dva nebo jeden, 
toto je proces dekorelace. Nakonec můžeme nastavit ještě datový typ pro pole 
kodifikovaných indexů. 
 
- Vrcholy:  Zde můžeme nastavit, zda budeme vrcholy brát po skupinkách po třech jako  
x,y,z souřadnice nebo postupně, nejdříve všechny x souřadnice, následně y 
souřadnice a nakonec z souřadnice. Opět můžeme použít delta kódování. 
Můžeme nastavit kvantizační krok pro kvantifikaci. A nakonec datový typ. 
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- Catmull-Clark: V tomto nastavení můžeme zapnout nebo vypnout Catmull-Clark algoritmus  
   na náš objekt a nastavit počet jeho iterací. 
 
5.1.4 Data vrcholů a data indexů 
Data do kompresního programu vstupují ve dvou souborech. Je to soubor 
bunny_verts_orig.txt, který obsahuje data pro vrcholy a soubor bunny_indices_orig.txt pro indexy. 
Ukázky těchto souborů jsou vidět na obrázcích: obrázek 5.3 pro soubor s vrcholy a obrázek 5.4 













Obrázek 5.3 pro soubor s vrcholy                             Obrázek 5.4 pro soubor s indexy 
 
Po provedení samotné komprese je výsledná struktura kompresovaných souborů patrná 

























Obrázek 5.6 pro soubor s indexy 
Po porovnání souborů před a po kompresi je patrné, že proběhla kvantizace a kodifikace dat. 
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6 Zhodnocení výsledků 
Při vyhodnocení nejoptimálnějšího nastavení konfigurace za účelem komprimace výstupního 
souboru exe pomocí standardních nástrojů pro snížení velikosti tak, aby výsledné exe mělo co 
nejmenší velikost, bylo použito šestnáct odlišných metod. Program byl překládán v Microsoft Visual 
C++ 6.0, který nám vygeneroval výstupní soubor exe bez komprimace a ten byl dále komprimován 
pomocí FSG v1.3, kkrunchy 0.23 alpha 2, kkrunchy 0.23 alpha, MEW11 SE v1.2 a nakonec pomocí 
UPX 2.02w. Účinnost jednotlivých nástrojů pro každou metodu můžeme vidět v tabulce 6.1, kde 
máme i procentuální účinek vůči exe souboru bez použití komprese. 
 
Metoda fsg.exe[B] kkra2.exe[B] kkra.exe[B] mew.exe[B] upx.exe[B] 
1 16832[43,32%] 14848[50,00%] 14848[50,00%] 15561[47,60%] 17920[39,66%] 
2 12368[42,49%] 11264[47,62%] 11776[45,24%] 11988[44,25%] 13824[35,71%] 
3 13088[39,14%] 11776[45,24%] 12288[42,86%] 12740[40,76%] 14848[30,95%] 
4 11712[45,54%] 10752[50,00%] 10752[50,00%] 11536[46,35%] 13312[38,10%] 
5 11488[42,47%] 10752[46,15%] 10752[46,15%] 11318[43,32%] 12800[35,90%] 
6 12352[42,56%] 11264[47,62%] 11264[47,62%] 11991[44,24%] 13824[35,71%] 
7 12576[41,52%] 11264[47,62%] 11776[45,24%] 12396[42,35%] 13824[35,71%] 
8 12048[43,97%] 10752[50,00%] 10752[50,00%] 11335[47,29%] 13312[38,10%] 
9 12528[41,74%] 11264[47,62%] 11776[45,24%] 12115[43,66%] 13824[35,71%] 
10 11584[46,13%] 10240[52,38%] 10752[50,00%] 11094[48,41%] 12800[40,48%] 
11 11408[46,95%] 10240[52,38%] 10752[50,00%] 11060[48,57%] 12800[40,48%] 
12 11456[46,73%] 10240[52,38%] 10752[50,00%] 11130[48,24%] 12800[40,48%] 
13 11536[46,35%] 10240[52,38%] 10752[50,00%] 11261[47,63%] 12800[40,48%] 
14 11536[46,35%] 10752[50,00%] 10752[50,00%] 11353[47,21%] 12800[40,48%] 
15 11376[47,10%] 10240[52,38%] 10752[50,00%] 11046[48,63%] 12800[40,48%] 
16 11904[35,42%] 11264[38,89%] 11264[38,89%] 11723[36,40%] 13312[27,78%] 
Tabulka 6.1: porovnání kompresních nástrojů 
  
Z tabulky 6.1 je zřejmé, že porovnání metod je nejlepší provádět na kompresním nástroji 
MEW11 SE v1.2, jelikož jeho velikost se mění u každé metody (šedě vyznačená data). Jinak 
z hlediska velikosti výstupního exe nejvýkonnějším nástrojem pro kompresi se stal kkrunchy 0.23 
alpha 2 (modře vyznačená data), který je optimalizován pro komprimování inter s omezenou 
velikostí, zejména pak pro 64kB intro, ale výsledný exe soubor zaokrouhluje na 512 B, což pro naše 
zkoumání není výhodou. V polovině případů (zeleně vyznačená data) kkrunchy 0.23 alpha  je 
výkonný nástroj jako jeho verze 0.23 alpha 2. V druhé polovině se výsledný exe soubor liší právě o 




Graf 6.1: Porovnání komprese originálního exe a pomocí nástroje kkrunchy 0.23 alpha 2 
  
Následující dvě tabulky 6.2 a 6.3 zachycují velikost dat, která jsou kompresována, a velikost 
dekompresní funkce. Horní tabulka znázorňuje indexy vrcholů a dolní tabulka souřadnice vrcholů. Je 
vidět, že velikost dat závisí pouze na zvoleném datovém typu. Různé metody komprese se projeví až 
po použití komprimačních nástrojů na výsledné exe. 
Metoda Dat. typ Velikost[B] Dekomprese[B] 
1 int 11376 102 
2 short 5688 106 
3 short 5688 106 
4 short 5688 106 
5 short 5688 106 
6 short 5688 106 
7 short 5688 106 
8 short 5688 106 
9 short 5688 137 
10 short 5688 137 
11 short 5688 149 
12 short 5688 149 
13 short 5688 185 
14 short 5688 186 
15 short 5688 149 
16 int 3792 118 
Tabulka 6.2: Indexy vrcholů 
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Metoda Dat. typ Velikost[B] Dekomprese[B] 
1 float 5436 77 
2 short 2720 162 
3 short 2720 162 
4 short 2720 162 
5 char 1360 162 
6 short 2720 189 
7 short 2720 247 
8 short 2720 162 
9 short 2720 162 
10 short 2720 162 
11 short 2720 162 
12 short 2720 162 
13 short 2720 162 
14 short 2720 162 
15 short 2720 189 
16 int 1812 184 
Tabulka 6.3: Souřadnice vrcholů 
 
 
6.1 Zhodnocení jednotlivých metod 
V dalších odstavcích této kapitoly budou podrobněji rozebrány jednotlivé metody nastavení 
pro kompresy dat modelu s názornými ukázkami. 
Metoda 1 
V této metodě byla použita originální data bez jakékoliv komprese na indexy, tak jednotlivé 
vrcholy našeho modelu. Indexy byly uloženy v datovém typu int a vrcholy v datovém typu float, 
jelikož rozsah hodnot v originálních datech se pohyboval v reálných číslech. Výřez z původních dat 
můžeme vidět na obrázku 6.1 a obrázku 6.2. 
   
      Obrázek 6.1: Data indexů   Obrázek 6.2: Data vrcholů 
Po vykreslení původních dat modelu králíka, který byl zvolen pro testovací aplikaci, dostaneme 
vystínovaný model s texturou nebo je možné přepnout se do režimu sítě, viz obrázek 6.3. 
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Obrázek 6.3: Originální model 
Metoda 2 
Zde jsem se zaměřil na kompresi pro soubor s daty, která nám udávají vrcholy a omezení 
datového typu pro data vrcholů i indexů. Na vrcholy byla použita kvantizace s kvantizačním krokem 
0,001. Díky tomu jsme mohli změnit datový typ vrcholů z float na short a zároveň byl změněn datový 
typ u indexů z int také na short. Data vrcholů po této metodě byla změněna, jak je vidět na obrázku 
6.4 s daty indexu se nehýbalo. Model po použití této metody je vidět na obrázku 6.5. Na prvním 
králíkovi vlevo je po kvantizaci lehce patrné, že nám může působit malé chyby při rekonstrukci 
souřadnic. 
                                  




Obrázek 6.5:  Kvantizace s krokem 0,001, normální vlevo, Catmull 1x uprostřed, Catmull 2x vpravo 
Metoda 3 
Tato metoda je stejná jako předchozí, jenom se změnou kvantizačního kroku na 0,0001. Data 
po použití této metody jsou patrná z obrázku 6.6. Výsledné zobrazení upravených dat se vizuálně 
neliší od metody 2, ale výsledný soubor zabírá více místa, proto je metoda horší než ta předchozí. 
           
Obrázek 6.6: Data vrcholů po kvantizaci s krokem 0,0001 vlevo, původní data vpravo 
 
Metoda 4 
U této metody jsem experimentoval opačným směrem než u metody 3. Kvantizační krok jsem 
změnil na 0,01.  Data po použití této metody jsou patrná z obrázku 6.7. Model po použití této metody 
je patrný z obrázku 6.8. Velikost výstupního souboru se snížila, ale za cenu zhoršení kvality. 
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Obrázek 6.7: Data vrcholů po kvantizaci s krokem 0,01 vlevo, původní data vpravo 
 
 
Obrázek 6.8: Kvantizace s krokem 0,01, normální vlevo, Catmull 1x uprostřed, Catmull 2x vpravo 
Metoda 5 
Metoda 5 je obdobná jako metoda 4, ovšem hodnoty vrcholů nejsou typu short, ale typu char.  
Tímto postupem jsme docílili ještě větší úspory místa samotného uložení vertex objektu a snížení 
velikosti výsledného souboru. 
Metoda 6 
U této metody použijeme kvantizační krok 0,001, abychom zachovali kvalitu modelu. 
Zkusíme seřadit souřadnice vrcholů za sebe, takže budeme mít nejprve všechny souřadnice x, pak y a 
nakonec z. Data po použití této metody jsou patrná z obrázku 6.9. Výsledný soubor je větší než 
u metody 2, ale při použití Catmull-Clark algoritmu je o několik bajtů menší. 
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Obrázek 6.9: Data vrcholů po kvantizaci s krokem 0,001 a seřazení hodnot vrcholů vlevo, původní data vpravo 
Metoda 7 
Jedná se o velice podobnou metodu jako je metoda 6, ovšem na všechny souřadnice bylo ještě 
použito Delta kódování. Data po použití této metody jsou patrná z obrázku 6.10. Při této metodě jsme 
dospěli k závěru, že nám nesníží velikost výsledného souboru. 
 
         
Obrázek 6.10: Data vrcholů po kvantizaci s krokem 0,001 a delta kódováním vlevo, stejná data bez delta kódování vpravo 
 
Metoda 8 
U této metody zůstaneme u kvantizačního kroku 0,001, protože jsme zjistili, že je optimální 
s ohledem na kvalitu modelu a jeho velikost. Dalším bodem, na který se zaměříme při 
experimentování, budou indexy. Nejprve si seřadíme jednotlivé indexy vrcholů v trojúhelnících 
od nejmenšího po největší a zároveň si seřadíme vzestupně všechny trojúhelníky podle prvního 
indexu. Jelikož budeme provádět operace nad indexy trojúhelníků, model si zachová původní kvalitu, 
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jak je vidět na obrázku 6.5. Takto seřazené indexy budou vypadat následovně viz obrázek 6.11. Takto 
seřazené pole indexů nám ušetřilo značné množství místa. 
                
Obrázek 6.11: Data indexů po seřazení vlevo, původní data indexů vpravo 
Metoda 9 
U této metody použijeme řazení indexů vrcholů v poli tak, aby nejprve byly všechny první 
indexy, následně druhé a nakonec třetí indexy viz obrázek 6.12. Tato metoda nám neušetřila žádné 
místo, spíše naopak, data zabírají trochu více prostoru. 
                      
Obrázek 6.12: Data indexů po seřazení indexů vlevo, původní data indexů vpravo 
 
Metoda 10 
Tato metoda je vlastně kombinací předchozích dvou metod. Indexy po použití této metody 
jsou vzestupně seřazeny, jak je vidět na obrázku 6.13. Díky kombinacím metod 8 a 9 jsme docílili 
zatím nejmenší velikosti výsledného souboru. 
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Obrázek 6.13: Data indexů po seřazení indexů vlevo, původní data indexů vpravo 
 
Metoda 11 
Metoda 11 je obdobná jako metoda 10, avšak je přidáno delta kódování na první indexy 
vrcholů. Indexy po použití delta kódování mají tvar patrný z obrázku 6.14. Díky tomu, že první 
indexy vrcholů jsou skoro samé 0 a 1, tak se nám snížila o pár bytů velikost souboru. 
         
Obrázek 6.14: Data indexů po aplikaci delta kódování vlevo, data indexů bez delta kódování vpravo 
Metoda 12 
V této metodě došlo ke změně seřazení indexů vrcholů a to tak, že trojúhelníky jsou seřazeny 
pouze podle prvního indexu. Dále je použito opět delta kódování na první indexy a indexy jsou 
seřazeny postupně za sebou. Nejprve všechny první indexy, poté druhé a nakonec třetí. Ukázka 




Obrázek 6.15: Data indexů seřazená pouze podle prvního indexu vlevo, data indexů vpravo 
 
Metoda 13 
Tato metoda je stejná jako metoda 11, jenom delta kódování není použito pouze na první 
index, ale na první dva indexy. Ukázka aplikace této metody je patrná na obrázku 6.16. 
         
Obrázek 6.16: Data indexů po aplikaci delta kódování vlevo, data indexů bez delta kódování vpravo 
Metoda 14 
Je v podstatě stejná jako metoda 13, ale delta kódování je použito na všechny indexy. Ukázka 
aplikace této metody je patrná na obrázku 6.17. Po otestování delta kódování jsme dospěli k závěru, 
že nejefektivnější je kódovat pouze první indexy, jak je tomu u například metody 11. Metody 14 i 13 
nepřinesly žádný výrazný posun. 
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Obrázek 6.17: Data indexů po aplikaci delta kódování vlevo, data indexů bez delta kódování vpravo 
Metoda 15 
V této metodě jsme zohlednili nejlepší doposud dosažené výsledky předchozích metod 
s použitím algoritmu Catmull-Clark, kde je použita kvantizace s kvantizačním krokem 0,001, dále 
datový typ short pro indexy vrcholů i souřadnice vrcholů, obě pole jsou seřazena za sebou (nejprve 
první indexy, následně a nakonec třetí) a je použito delta kódování na první indexy. Finální verze 
uložení dat je vidět na obrázku 6.18. Jak jsme předpokládali, tato metoda po komprimaci výstupního 
souboru se jeví jako nejlepší. 
 
Obrázek 6.18: Optimální uložení indexů a souřadnic pro model 
Metoda 16 
Tato metoda využívá bitového posunu, ale není implementována v konfiguračním souboru, 
jelikož byla implementována až dodatečně. U této metody je potřeba, abychom měli celá čísla, proto 
bylo nutno provést kvantizaci, abychom se dostali z oboru reálných čísel a nesmělo být provedeno 
delta kódování, abychom nedostali záporná celá čísla. Na seřazení indexů a vrcholů u této metody 
nezáleží. Všechny tři souřadnice a indexy byly bitově posunuty, aby se vešly do jednoho čísla, ale tím 
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nám vzniklo číslo, které svojí velikostí přesahovalo datový typ short, proto byl použit datový typ int. 
Pro ukázku data této metody jsou patrná z obrázku 6.19. Tato metoda ukázala značnou komprimaci 
dat, avšak ne tak velkou, aby byla lepší než u metody 15. 
 




Zadáním této práce bylo nastudovat a popsat techniky, vhodné pro kompresi modelů v 64kB 
intru. Dále pak se seznámit se s fenoménem demoscény, zejména pak s disciplínou grafické intro 
s omezenou velikostí, prostudovat knihovnu OpenGL a její rozšíření. Na základě těchto znalostí měl 
být implementován program demonstrující použití zvolené metody, pro kompresi intra. V závěru této 
práce budou zhodnoceny dosažené výsledky a navržen možný budoucí vývoj. Celá tato práce se 
skládá z pěti základních částí.  
V první části jsou stručně popsány základní vlastnosti knihovny OpenGL. Je zde popsán 
princip vykreslování modelů, typy základních grafických primitiv v OpenGL a také vlastnosti těchto 
grafických primitiv. 
Následující kapitola popisuje reprezentaci objektů. Hlavní zřetel je zde brán na výpočet 
normálových vektorů a také na vyhlazování na principu postupného dělení plochy pomocí Catmull-
Clark algoritmu. 
Třetí kapitola práce popisuje samotnou kompresi dat. Jsou zde popsány její hlavní dvě složky, 
což je kodifikace a kvantizace. V této kapitole je také rozebrán princip delta kódování. 
Následující kapitola zachycuje samotnou implementaci realizovaného programu. Je zde 
zmíněna celková architektura aplikace, realizace komprese, realizace Catmull-Clarkova algoritmu, 
dále princip konfigurace programu pro realizaci navržených metod. V neposlední řadě jsou zde 
popsány soubory obsahující vstupní data, na kterých je použita komprese. 
Na konci práce nalezneme kapitolu zabývající se zhodnocením výsledků. Ve zhodnocení 
výsledků je popsáno samotné jádro této práce. Postupně bylo experimentováno s 16ti metodami 
komprese. Při porovnání výsledných zkomprimovaných souborů nástrojem Mew11 SE v.1.2 byla 
nejlepší metodou metoda 15. Bylo zjištěno, že kvantizace s kvantizačním krokem 0,001 přináší 
nejlepší výsledky, v podstatě bez ztráty kvality povrchu modelu. Objevili jsme, že komprimační 
nástroje si poradí lépe s daty, která jsou seřazená za sebou, tzn. nejprve první indexy vrcholů, 
následně druhé indexy a nakonec třetí indexy. Dalším pozitivním zjištěním bylo, že k zmenšení 
výsledné velikosti kladně působí použití delta kódování pro první indexy vrcholů. Výsledný exe 
soubor metody 15 zabírá 11046 B bez použití Catmull-Clark algoritmu. S použitím tohoto algoritmu 
to pak je 12016 B. Samotný algoritmus zabírá před kompresí  1418 B. Pokud použijeme více iteraci 
u Catmull-Clark algoritmu, výsledný soubor zvyšuje velikost v jednotkách bajtů. Z toho vyplývá, že 
můžeme získat více vyhlazený model při použití kompresních metod a stále velikost výsledného 
souboru bude nižší než komprimovaný exe soubor s originálními nekompresovanými daty. Originální 
exe soubor nám zabere 15561 B. Celková velikost byla tedy snížena o 3545 B a přitom jsme získali 
kvalitnější model. 
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Nejlepším komprimačním nástrojem se ukázal kkrunchy 0.23 alpha 2. I přes 512 B 
zaokrouhlování dokázal nejlépe zkomprimovat metody 10,11,12,13 a 15. Na velikost 10240 B. 
Jak vyplývá z názvu této práce, další vývoj tohoto projektu by mohlo být samotné vytváření 
intra s omezenou velikostí. Jelikož jsme dospěli k pozitivním poznatkům, jak lépe pracovat s daty 
modelů, aby nám zabíraly co nejméně bajtů, tak implementace těchto kompresních metod by byla 
nutností, kdybychom chtěli udělat co nejpropracovanější intro s omezenou velikostí. Další možnost 
využití těchto technik by byla pravděpodobně možná v počítačových hrách nebo programech, kde se 
pracuje s prostorovými modely.  
I když dnešní úložné prostory pro data nám nabízejí obrovské kapacity a síťové přenosové 
rychlosti jsou stále větší, tak pokud je možné pomocí různých metod šetřit tyto zdroje, neměli 
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