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El modelo de máquinas de estados es el más comple-
jo de los que integran el lenguaje UML, base actual
de la docencia en la mayoría de las asignaturas de
Ingeniería del Software. La complejidad (y la consi-
guiente dificultad de aprendizaje) del modelo viene
dada tanto por el elevado número de componentes
que lo integran como por el nivel de abstracción pro-
pio del modelo.
Para solventar estas dificultades se ha desarrollado
BlueState, una herramienta que permite al alumno
ejecutar una simulación de la ejecución de cualquier
máquina de estados, acompañada de un seguimien-
to gráfico. BlueState también aporta un módulo de
generación de código, que permite al alumno apren-
der a implementar el comportamiento de un sistema
empleando una metodología dirigida por modelos.
Summary
The state machine model is the most complex in
the UML language, that is the current basis for tea-
ching most of the Software Engineering subjects.
The complexity (and subsequent learning difficulty)
of the model is due both to the elevated number of
components that integrate it, and to the abstraction
level of the model.
To solve these difficulties, we have developed
BlueState, a tool that allows the student to simulate
and visually monitor the execution of any state ma-
chine. BlueState also includes a code generation mo-
dule that lets the student learn the implementation of
the behaviour of a system using a model-driven met-
hodology.
Palabras clave
UML, máquinas de estados, simulación, genera-
ción de código, MDE.
1. Motivación
Es un hecho bien conocido que la práctica totalidad
de las asignaturas que, en el ámbito de la Ingenie-
ría del Software, incluyen la docencia de técnicas de
análisis y diseño toman UML [3] como lenguaje de
referencia. Este protagonismo es natural teniendo en
cuenta que UML es también el estándar de facto en
el desarrollo de software a nivel profesional.
UML es un lenguaje formado por un conjunto de
técnicas de modelado que tienen como objetivo ofre-
cer diversas vistas del software. Así, por ejemplo, los
casos de uso constituyen un modelo funcional, los
diagramas de clases representan una vista estructu-
ral del software, y los diagramas de secuencia y las
máquinas de estados permiten especificar el compor-
tamiento dinámico.
Nuestra experiencia impartiendo esta materia du-
rante varios cursos nos dice que son precisamente
estos últimos, los modelos de comportamiento, los
de más difícil asimilación por parte de los estudian-
tes. Los modelos funcionales, al estar basados en un
concepto sencillo como es el de caso de uso no tie-
nen una dificultad alta. Los modelos de estructura
tienen como eje los conceptos de clase, atributo, mé-
todo, generalización, etc. y por tanto resultan muy
familiares a los alumnos que ya han aprendido técni-
cas de programación orientada a objetos en las asig-
naturas de los primeros cursos. En cambio, los mo-
delos de comportamiento, y en particular las máqui-
nas de estados, resultan más complicados para los
alumnos.
En nuestra opinión, el motivo de la dificultad de
asimilación es doble: por una parte, las máquinas de
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estados es el modelo de UML con la sintaxis más
compleja, en cuanto a número de elementos que pue-
de incluir y a variedad de comportamientos que per-
mite representar. Por otra parte, y en cierto modo
como consecuencia de lo anterior, la semántica del
modelo también resulta extensa y complicada y, lo
que es más importante, su traducción a código no
es inmediata. Es justo este último hecho el que le
dificulta al alumno la compresión, ya que le cues-
ta ”materializar” el modelo abstracto que se le está
enseñando.
El objetivo fundamental de este trabajo es precisa-
mente ayudar al alumno en el aprendizaje de las má-
quinas de estados de UML. Para ello, se ha desarro-
llado BlueState, un entorno que permite al alumno,
a partir de una máquina de estados dada o diseñada
por él mismo, simular el comportamiento represen-
tado en el modelo y hacer un seguimiento gráfico en
tiempo real. Además, BlueState incorpora un com-
pleto generador de código, de modo que el alumno
también puede comprobar cuáles son las estructu-
ras de implementación asociadas al modelo que ha
construido. Por tanto, BlueState ayuda en la transi-
ción del nivel alto de abstracción del modelo a su
concreción.
Es importante destacar que la arquitectura de
BlueState se basa en el metamodelo de clases de
UML. Esto hace que, como efecto secundario, nues-
tro entorno permita al alumno reforzar el aprendizaje
de la sintaxis y semántica de las máquinas de esta-
dos, así como asimilar conceptos propios de Model-
Driven Engineering, una de las tendencias más ac-
tuales de la Ingeniería del Software.
En la siguiente sección se aporta un estudio com-
parativo que demuestra que BlueState supone una
mejora real sobre las soluciones existentes actual-
mente. En el apartado 3 se describe BlueState, así
como su contexto de uso. Finalmente, en la sección 4
se aporta un análisis de nuestra experiencia, así co-
mo algunas conclusiones de este trabajo.
2. Estado del arte
Dentro de este apartado, en primer lugar resumimos
las principales técnicas de implementación existen-
tes para diagramas de estados, entre las que destaca-
mos el método del metamodelo de clases, emplea-
do en el modelo de BlueState. Este resumen servirá
también para ilustrar los fundamentos teóricos de es-
te trabajo.
Más adelante realizamos un análisis de diver-
sas herramientas existentes para la implementación
de diagramas de estados, evaluando características
deseables para el aprendizaje de estos diagramas.
Entre ellas destacamos las posibilidades de simula-
ción, seguimiento de ejecuciones, comprensión del
código generado, ajuste a la especificación o facili-
dad de uso.
2.1. Técnicas de implementación para diagra-
mas de estados
Como técnicas más tradicionales para la implemen-
tación de diagramas de estados básicos, pueden con-
siderarse las tablas de transiciones [4], las sentencias
de condición [7] y el patrón de diseño estado [8].
En [1] puede consultarse un estudio de técnicas de
implementación no específicas para UML.
Diversos trabajos [16, 17, 19, 20, 23, 24, 27, 28]
plantean modelos ampliados o alternativos para con-
templar más características de un diagrama de esta-
dos y acercarse más a la especificación UML.
Muchos de estos modelos emplean estructuras po-
co intuitivas y sobre todo no siguen el enfoque orien-
tado a objetos de UML, lo que dificulta su compren-
sión y ampliación. Sin embargo, la técnica del me-
tamodelo de clases [6, 11, 15, 18, 25], muy afín al
paradigma de la programación orientada a objetos,
solventa estos inconvenientes haciendo de la imple-
mentación de un diagrama de estados de UML un
proceso natural y acorde a la especificación UML;
más aún teniendo en cuenta que esta especificación
usa un metamodelo de clases para definir su diagra-
ma de estados.
Empleando este método de implementación se fa-
cilita que el alumno afiance la comprensión del dia-
grama de estados de UML, ya que ve representada
su estructura y comportamiento de una manera di-
recta, ajustada fielmente asu especificación formal y
en un lenguaje de programación de alto nivel.
2.2. Herramientas de generación, simulación y
seguimiento de diagramas de estados
En la actualidad cada vez es mayor el número de
soluciones para la generación de código para diagra-
mas de estados, ya sea integradas en una herramienta
de modelado o bien como una herramienta dedicada
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específicamente a esa funcionalidad. Sin embargo,
las soluciones existentes no presentan un alto nivel
de madurez y poseen en general diversos inconve-
nientes, tal como analizamos en este apartado.
Más concretamente, las herramientas que vayan
a ser usadas en entornos académicos para comple-
mentar el estudio de los diagramas de estados, su
implementación y ejecución, deberían satisfacer las
siguientes características:
• Establecer una correspondencia formal con la
especificación UML para no distorsionar los
conceptos estudiados.
• Indicar al alumno posibles errores de construc-
ción del diagrama evaluando las restricciones
de la especificación UML.
• Ser independiente de una herramienta de mode-
lado en concreto, para que pueda emplearse en
diferentes contextos.
• Permitir la generación de código en los lengua-
jes de alto nivel más extendidos y estudiados.
• Respetar los conceptos de programación orien-
tada a objetos al implementar los comporta-
mientos de las clases de un sistema.
• Diferenciar de forma clara el código implemen-
tado propio del diagrama de estados, del código
que deba añadirse para completar los procesos
del sistema desarrollado.
• Poseer un manejo sencillo y facilitar la realiza-
ción de proyectos de ejemplo en pocos pasos.
• Incluir mecanismos para que pueda realizarse
una simulación del diagrama de estados dise-
ñado y así poder realizar ejemplos de sistemas
diversos simulando la recepción de eventos ex-
ternos.
• Mostrar de manera gráfica y en tiempo real, y
en el mismo diagrama de estados, las transicio-
nes que se están llevando a cabo para que el
alumno tenga una rápida y completa perspecti-
va de cómo evoluciona el sistema desarrollado.
Partiendo de estas características y añadiendo otros
puntos de interés, hemos realizado un completo aná-
lisis de las principales soluciones existentes para la
generación y ejecución de diagramas de estados de
UML. El resumen de este análisis se muestra en la
tabla comparativa de la figura 1.
Como se aprecia en el análisis, el generador
BlueState desarrollado en este trabajo es el que ob-
tiene una valoración global más alta, quedando el
resto de soluciones con puntuaciones significativa-
mente más bajas.
En el ámbito de la simulación y seguimiento, la
nuestra es la solución que más funcionalidad ofre-
ce, seguida de la solución de UniMod [5] que posee
una depuración visual pero no integra un módulo de
simulación.
BlueState destaca asimismo por una alta corres-
pondencia con la especificación UML, una gran in-
dependencia de la herramienta de modelado emplea-
da gracias a un completo analizador XMI, y sobre
todo por una gran facilidad de uso y de integración
de código.
Otras ventajas de BlueState, importantes desde
el punto de vista técnico, son una gestión de even-
tos avanzada, ejecuciones siguiendo el concepto de
paso run-to-completion, mecanismos de sincroniza-
ción en la inicialización y finalización de máquinas
de estados, y diversas posibilidades de interacción
entre máquinas de estados ejecutándose en paralelo.
Además, se incluye una herramienta de medición de
rendimiento.
3. Descripción y contexto de uso
En este apartado describimos los elementos y con-
sideraciones básicas en la construcción de BlueSta-
te. Además, presentamos los módulos principales de
nuestro entorno de aprendizaje de diagramas de es-
tados, enmarcados en su contexto de uso.
3.1. Descripción
Debemos destacar que BlueState se fundamenta en
el metamodelo de clases de UML [9]. De esta forma,
se garantizan las buenas características de este méto-
do de implementación, descritas en el apartado ante-
rior. En [21] se expone con todo detalle la estructura
del metamodelo empleado y su implementación.
En este trabajo se ha empleado el lenguaje C# para
realizar la implementación del metamodelo de clases
que define un diagrama de estados de UML. Este
lenguaje ha ofrecido tanto los conceptos de orien-
tación a objetos necesarios como otros mecanismos
importantes de ejecución concurrente y sincronismo.
La parte más importante de la implementación ha
consistido en trasladar la semántica del metamodelo
a operaciones específicas en cada clase. Pese al ca-
rácter informal de la semántica que ofrece la especi-
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Figura 1: Comparación de soluciones.
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ficación de UML, se ha seguido ésta de la forma más
rigurosa posible, documentando en detalle las opera-
ciones implementadas y las consideraciones tenidas
en cuenta.
El resultado final de esta implementación es una
biblioteca de clases, en este caso una biblioteca de
clases para la plataforma .NET, que deberá ser in-
cluida en los proyectos generados con BlueState.
Hemos de reseñar que en BlueState se han imple-
mentado la mayor parte de los elementos del dia-
grama de estados UML, a saber: estados simples y
compuestos, pseudoestados iniciales, estados fina-
les, comportamientos de estados entry, exit y doAc-
tivity, guardas, eventos de llamada, señales, transi-
ciones de tipo external y local, regiones y pseudoes-
tados de historia superficial y profunda.
Este conjunto de elementos son los más habitual-
mente empleados y mediante los cuales se permite
definir casi cualquier comportamiento de un diagra-
ma de estados.
Otra importante característica añadida al modelo
es la posibilidad de ejecución concurrente de diagra-
mas de estados y el envío de eventos entre éstos. De
este modo, se refuerza la utilidad de BlueState como
herramienta de aprendizaje, ya que permite mostrar
la interacción entre diversas máquinas de estados,
fundamental desde la perspectiva de la orientación
a objetos.
3.2. Contexto de uso
El uso docente de BlueState debe enmarcarse en
el contexto de sesiones prácticas en laboratorio. Se
asume que el alumno ya está familiarizado con el
empleo de herramientas de modelado. Además, se
supone que se ha explicado y aplicado en la asigna-
tura un modelo de proceso de software afín a UML,
como puede ser el Proceso Unificado [14]. En este
marco, el alumno ya debe estar familiarizado con los
modelos de casos de uso y clases, y preferiblemen-
te también con otros modelos de comportamiento de
UML como los diagramas de secuencia.
Como se puede comprobar, este contexto docente
es el habitual en la mayoría de programaciones de
las asignaturas de Ingeniería del Software en nuestro
entorno.
Entrando más en detalle, describimos a continua-
ción una sucesión de posibles pasos para la utiliza-
ción docente de la herramienta BlueState. No obs-
tante, por motivos de espacio nos vemos obligados a
omitir muchos detalles. En [22] se profundiza en la
descripción, ilustrada con imágenes de la interfaz de
usuario de BlueState, así como vídeos que muestran
su funcionamiento.
1. Diseño del diagrama de estados. Inicialmente
se diseñará en la herramienta de modelado utilizada
en la asignatura el diagrama de estados que repre-
sente el comportamiento sobre el que se trabajará.
2. Incorporación del código de operaciones y
guardas. La implementación específica del códi-
go que deba ejecutarse en las operaciones de estados
(entry, exit o doActivity) o las sentencias condicio-
nales de guardas se incluirán directamente en el dia-
grama de estados. Para aumentar la compatibilidad
entre herramientas de modelado se han contemplado
los atributos “name” de estas operaciones o guardas
para indicar los métodos o código en el lenguaje des-
tino.
3. Importación y análisis de modelos. Una vez
se ha diseñado el diagrama de estados, éste se expor-
tará en un documento XMI desde la herramienta de
modelado. El asistente de generación BlueState fa-
cilita al alumno la importación de este documento a
través de un completo analizador XMI implementa-
do ad hoc.
Este analizador permite identificar la información
XMI de un documento XML y localizar la informa-
ción propia de los diagramas de estados definidos.
Una vez seleccionado un diagrama de estados, éste
es transformado en una representación de objetos si-
guiendo el metamodelo de clases. En este punto se
realiza la validación de restricciones del metamode-
lo UML y otras específicas.
Aunque en la implementación de este analiza-
dor se ha seguido de forma rigurosa el estándar
XMI [10], también ha sido necesario incluir algunos
parámetros de configuración para aumentar la com-
patibilidad con ciertas herramientas de modelado. Se
ha comprobado su correcto funcionamiento con las
herramientas de modelado Enterprise Architect [26],
MagicDraw [12], Altova Umodel [2] y Visual Para-
digm [13]. Este alto nivel de compatibilidad sin du-
da facilita la utilización de nuestra solución en otros
contextos, ya que se posibilita su uso independien-
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temente de la herramienta que se esté empleando en
las prácticas.
4. Generación automática de código. El siguien-
te paso en la práctica será indicar, desde el asistente
de generación BlueState, la clase para la que se ge-
nerará el diagrama de estados y el lenguaje de pro-
gramación destino de la implementación. El gene-
rador de código BlueState contempla los lenguajes
C# y Visual Basic .NET, y puede expandirse a los
lenguajes C++, J# y JScript.
El asistente de generación BlueState realizará au-
tomáticamente la implementación del código de la
clase seleccionada a partir del diagrama de estados
importado.
5. Ejecución de las máquinas de estados. Una
vez realizada la implementación automática, las má-
quinas de estados son inicializadas para dar comien-
zo a su ejecución. Éste es el punto en que el alumno
inicia la simulación y monitorización de la máquina
de estados que ha diseñado.
Antes de describir estas funcionalidades, debemos
destacar que el modelo implementado por BlueState
permite la ejecución concurrente de múltiples má-
quinas de estados y el envío de eventos entre éstas.
Desde el punto de vista del aprendizaje del mode-
lado orientado a objetos, consideramos que de esta
forma el alumno asimila mucho mejor la transmisión
de los eventos incluidos en los modelos de compor-
tamiento. Este concepto es básico en la implementa-
ción de cualquier software actual.
6. Simulación y depuración de la máquina de es-
tados. Como se ha indicado anteriormente, una de
las claves de la utilidad docente de BlueState radica
en disponer de un mecanismo que permite una simu-
lación de la ejecución de una máquina de estados.
Esta simulación se controla a través de una interfaz
gráfica que se carga de forma dinámica con los even-
tos definidos en el diagrama y permite generar éstos
a través de pulsaciones de botones. En la figura 2 se
muestra la interfaz del simulador configurada auto-
máticamente a partir del diagrama de la figura. Asi-
mismo, esta interfaz permite realizar un seguimiento
de las entradas y salidas de estados y ajustar un re-
tardo de ejecución para facilitar el seguimiento.
Al alumno también le resulta muy ilustrativo el
análisis del registro de activaciones de estados, que
le permite realizar un seguimiento o depuración del
comportamiento de cada uno de los objetos que en-
tran en ejecución en una máquina de estados.
7. Seguimiento visual en tiempo real. Una gran
ventaja de la utilización de BlueState es que, además
del mecanismo de simulación descrito anteriormen-
te, incorpora un importante módulo de seguimiento
gráfico en tiempo real de la ejecución de diagramas
de estados. Es decir, el alumno puede hacer un se-
guimiento visual de la ejecución de la máquina de
estados que ha diseñado e implementado. El módu-
lo de seguimiento, que puede emplearse junto con
el simulador, permite la monitorización de la ejecu-
ción “en vivo” del código generado en su proyecto
(o práctica).
Este módulo está disponible para cualquier dia-
grama de estados generado y permite realizar un se-
guimiento tanto de ejecuciones locales como de dia-
gramas que se estén ejecutando en remoto. Además,
permite también el seguimiento de la ejecución de
varios diagramas de estados de forma simultánea.
Estas últimas características permiten al profesor el
diseño de una gran variedad de prácticas y ejerci-
cios, ya que se posibilita la monitorización visual de
máquinas de estados diseñadas por diferentes alum-
nos y que se están ejecutando simultáneamente en
ordenadores diferentes.
La visualización se realiza empleando un comple-
mento desarrollado para la herramienta de modelado
Enterprise Architect, y que muestra de forma visual
las transiciones y los estados activos de un diagrama
de estados en ejecución.
4. Conclusiones
En este trabajo se ha conseguido el objetivo de
crear una herramienta que facilite el aprendizaje de
los diagramas de estados de UML, cubriendo las ca-
rencias existentes en la actualidad en cuanto a solu-
ciones de este tipo.
En primer lugar, se ha desarrollado un entorno de
aprendizaje totalmente funcional y que ofrece im-
portantes posibilidades. Además de un generador de
código, se incluyen otros componentes, fácilmen-
te integrables, que permiten al alumno realizar una
simulación y seguimiento visual en tiempo real de
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Figura 2: Simulación de una máquina de estados
los estados transitados, muy útil para la asimilación
de los conceptos de diagramas de estados. Además,
una de las características que pueden destacarse de
BlueState es su facilidad de uso.
Por otra parte, nuestra solución es fácilmente in-
tegrable en el marco de la docencia práctica de In-
geniería del Software. La arquitectura de BlueState
permite combinarla con diferentes herramientas de
modelado e implementación comúnmente emplea-
das en asignaturas de esta materia. De este modo, se
ofrece a los alumnos una experiencia eminentemente
práctica del diseño, implementación, monitorización
y depuración de las máquinas de estados. Además,
dado que la herramienta se basa en el metamode-
lo de clases de UML, el alumno también profundiza
más en el conocimiento de este lenguaje.
Debido a la reciente finalización de la aplicación
que se describe en este trabajo, aún no se ha hecho
un uso intensivo de ella en clase y por tanto no dis-
ponemos de datos cuantitativos de la mejora en el
aprendizaje. No obstante, las experiencias realizadas
hasta el momento de escribir este artículo confirman
que los conocimientos sobre máquinas de estados
adquiridos son mayores y más profundos. Para con-
trastar esta afirmación se compararán las calificacio-
nes obtenidas este curso en ejercicios relacionados
con diagramas de estados con las obtenidas en ejer-
cicios similares en cursos anteriores. Además, como
valoración cualitativa, la mayoría de los alumnos ha
respondido en un cuestionario anónimo que conside-
ra BlueState una herramienta muy útil como soporte
al aprendizaje de los diagramas de estados.
Por último, para facilitar su integración en otros
contextos, se ha intentado que nuestro entorno sea lo
más independiente posible. Apoyándonos en están-
dares como XMI se posibilita su uso combinado con
cualquier herramienta de modelado que satisfaga di-
cho estándar. Además, la estructura intermedia en la
que se sustenta el motor de generación de código de
BlueState permite generar código en diferentes len-
guajes de programación. Además, se ha elaborado
una extensa documentación técnica y diversos estu-
dios de rendimiento que se puede consultar en [21].
Por último, concluimos que la utilización del en-
torno descrito en este trabajo refuerza considerable-
mente el aprendizaje del alumno, especialmente en
uno de los pilares actuales de la Ingeniería del Soft-
ware como es el lenguaje de modelado UML. Desde
un punto de vista más general, el uso de BlueState
hace que el alumno asimile la importancia de la co-
rrespondencia directa y correcta entre una especifi-
cación formal y su implementación, una de las metas
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de la buena práctica del desarrollo de software.
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