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Re´sume´ – Ce travail porte sur le tatouage d’images nume´riques ou watermarking (section 2.9), c’est a` dire l’insertion d’une signature “invisible”
dans une image afin de retrouver son proprie´taire le´gitime. L’originalite´ de l’approche pre´sente´e repose sur la caracte´risation de l’image par un
graphe planaire et en particulier la possibilite´ de de´terminer si deux graphes planaires sont isomorphes en temps line´aire. Cette repre´sentation
permet de re´sister efficacement aux de´formations ge´ome´triques et d’ame´liorer certaines me´thodes de signature d’images.
Abstract – This study concerns watermarking (section 2.9), i.e. embedding of an ”invisible” signature into a picture to restitute its rightful
owner. The originality of our approach is based on the characterization of the picture by a planar graph, specificaly the description of the
isomorphism of two planars graphs in linear time. This representation is strongly resistant to geometrics transformations and improves some
watermarking’s methods.
1 Introduction
Dans le cadre des proble`mes lie´s aux droits d’auteur et au co-
pyright, nous nous inte´ressons a` la signature des images nume´-
riques. Leurs copies e´tant par de´finition simples et parfaites, il
est difficile de retrouver le proprie´taire le´gitime d’une image.
Le tatouage d’images ou watermarking permet d’identifier le
proprie´taire d’une image par insertion d’une marque “invisi-
ble” appele´e signature. Il est important qu’elle soit difficile a`
retirer sans de´gradation visible de l’image. Actuellement, l’at-
taque universelle et efficace est la simulation d’une impres-
sion/nume´risation par re´e´chantillonnage de l’image. Elle com-
bine des transformations ge´ome´triques, locales et globales, li-
ne´aires et non line´aires, invisibles a` l’œil nu. A ces de´formations,
s’ajoute une compression qui permet de modifier les donne´es
sans de´gradation visible. L’outil de re´fe´rence permettant ce type
d’attaques est un benchmark du nom de Stirmark [1].
Dans cet article, nous nous limitons a` un syste`me de signa-
tures d’images nume´riques peu sensible aux attaques base´es
sur les de´formations ge´ome´triques. En cela, nous ame´liorons la
me´thode par compensation de mouvement base´e sur un maillage
triangulaire [6] en supportant des de´formations ge´ome´triques
plus ge´ne´rales.
Nous allons dans un premier temps de´finir une caracte´risation
de l’image base´e sur la notion de graphe de voisinage. Puis
nous allons de´crire la me´thode de signature utilise´e et la fac¸on
de retrouver cette marque graˆce aux proprie´te´s des graphes,
plus pre´cise´ment leur “insensibilite´” aux de´formations ge´ome´-
triques usuelles (rotations, permutations, ...) puisque le graphe
de l’image attaque´e est isomorphe au graphe de l’image d’ori-
gine.
2 Me´thodologie
Notre approche se base sur la notion que tout graphe aillant
subi des de´formations ge´ome´triques est isomorphe a` l’origi-
nal. Nous caracte´risons une image a` l’aide d’un graphe de voi-
sinage et nous y inse´rons un bit de cle´ dans chaque re´gion
de l’image correspondant a` un nœud du graphe. Dans la pra-
FIG. 1: image et son graphe de voisinage associe´
tique, la construction du graphe associe´ a` une image s’effectue
en une passe et re´cursivement. Dans l’e´tape descendante (seg-
mentation), a` partir d’une image normalise´e, nous mettons en
e´vidence les re´gions de meˆme couleur a` l’aide d’une structure
d’arbre quaternaire ou quadtree. Dans l’e´tape ascendante (fu-
sion), a` partir du quadtree, nous construisons le graphe de voisi-
nage a` proprement parle´. Puis, dans chaque zone, nous inse´rons
un bit de cle´ dans l’image d’origine a` l’aide d’un registre a`
de´calage a` re´troaction line´aire permettant de ge´ne´rer une suite
de bits de longueur quelconque.
L’extraction de la signature est base´e sur un algorithme e´tablis-
sant en temps line´aire un isomorphisme entre deux graphes pla-
naires [5].
De´taillons a` pre´sent les diffe´rentes e´tapes de la me´thode.
3 Caracte´risation de l’image
Celle-ci se fait en deux temps : normalisation puis segmen-
tation.
3.1 Normalisation de l’image
Dans le but d’avoir des images normalise´es afin de leur ap-
pliquer un traitement universel, nous utilisons une me´thode de
quantification. L’objectif est d’obtenir une image dont le nombre
de couleurs soit fortement re´duit tout en restant tre`s proche, au
sens de la perception visuelle humaine, de l’image originale.
Ainsi, les structures de´finies par la suite (quadtree et graphe de
voisinage) seront construites en un temps raisonnable et seront
d’une complexite´ re´duite tout en restant fonctionnelles. Ces
structures orientant la diffusion de la signature, il est impe´ratif
qu’elles soient baˆties sur une image normalise´e tout en prenant
en compte les proprie´te´s du syste`me perceptif humain. Dans
une premie`re approche, nous nous sommes limite´s a` l’algo-
rithme de quantification de Heckbert [3] afin d’implanter ra-
pidement un prototype expe´rimental. L’algorithme utilise´ par
l’auteur, dit ”median-cut”, consistant grossie`rement a` subdi-
viser re´cursivement l’espace des couleurs de telle sorte que
chaque repre´sentant corresponde au meˆme nombre de pixels,
a fait depuis longtemps le preuve de son efficacite´. Cependant,
d’autres solutions a` cette proble´matique, plus adapte´es au con-
texte, sont actuellement a` l’e´tude : caracte´risation d’une image
par sa matrice d’intensite´, projection dans un espace des cou-
leurs mieux adapte´ a` la vision humaine (par exemple, L*a*b*),
quantification MCEBC (Main Color Emphasized Blob Colo-
ring) [2], etc.
3.2 Segmentation de l’image
Apre`s avoir normalise´ l’image, celle-ci est preˆte a` eˆtre seg-
mente´e et de´crite sous forme d’un graphe de voisinage a` l’aide
d’une structure interme´diaire : le quadtree. La notion de voisi-
nage s’appuie sur une structure de type 4 voisins (nord, sud,
est, ouest) pour chaque pixel : la d-connexite´. La discrimina-
tion de deux nœuds se fait par la couleur : une re´gion de l’image
repre´sentant un nœud du graphe est une zone de couleur unique.
Un voisin est donc une re´gion diffe´rente de celle conside´re´e et
adjacente par d-connexite´.
Chaque nœud non terminal de l’arbre posse`de quatre fils : ils
repre´sentent la de´coupe en quatre de la portion de l’image traite´e.
Chaque feuille repre´sente une zone de couleur unique de l’image
normalise´e.
Pour faciliter la recherche de voisins dans l’arbre, nous de´finis-
sons un chemin pour chaque nœud base´ sur le codage de Gray.
Dans notre cas, ce chemin est code´ sur un mot de 32 bits dont
les 4 bits de poids fort repre´sentent la profondeur du nœud et
les 28 autres bits de´crivent le chemin a` proprement parle´ (a` rai-
son de 2 bits par nœud).
FIG. 2: quadtree associe´ a` l’image de la figure 1
4 Insertion de la signature
Apre`s avoir e´tabli le graphe de voisinage de l’image norma-
lise´e, nous allons inse´rer, dans l’image d’origine, les bits de
signature a` l’aide d’un registre a` de´calage a` re´troaction line´aire
ou LFSR pour Linear Feedback Shift Register [4] permettant
de ge´ne´rer une suite de longueur quelconque.
4.1 Principe du registre a` de´calage a` re´troaction
line´aire (LFSR)
Un LFSR binaire de longueur
 
est compose´ d’un registre a`
de´calage contenant une suite de
 
bits 	


 et d’une
fonction de re´troaction line´aire.
Le fonctionnement d’un LFSR binaire de longueur   est le sui-
vant (voir la figure 3) : a` chaque top d’horloge, le bit de poids
faible   constitue la sortie du registre et les autres sont de´cale´s
vers la droite. Le nouveau bit  
 place´ dans la cellule de
poids fort est donne´ par une fonction line´aire :
   
ﬀﬂﬁﬃ  ﬀﬀ ﬁ  ﬁﬃﬀ  
! ﬁ"  
Les bits #	$%	

 ﬀ  qui de´terminent entie`rement la suite
FIG. 3: LFSR binaire de longueur  
produite constituent l’e´tat initial du registre.
4.2 Me´thode d’insertion de la signature
Nous avons a` inse´rer un message secret & de longueur ' bits
dans l’image d’origine. L’initialisation du registre   #($%	



ﬀ
 de´termine la cle´ de session de la signature (nous teste-
rons toutes les cle´s de session possibles pour ve´rifier la pre´sence
de la signature). Nous prenons   pair et  e´quilibre´ afin que le
nombre de vecteurs possible soit limite´ mais suffisant.
Un vecteur binaire ) de longueur paire * est dit e´quilibre´ si le
poids +,-). de ) (i.e. le nombre de 1) est *ﬀ/10 , c’est a` dire s’il
posse`de autant de 0 que de 1.
A partir de ce LFSR on ge´ne`re une suite de bits 2ﬃ# de lon-
gueur 3 54 ' . La longueur de 3 est de´termine´e par le fait que
nous inse´rons 4 bits dans l’image pour un bit de message.
Nous inse´rons la signature dans la composante bleue de tous les
pixels d’une re´gion donne´e en respectant l’ordre de construc-
tion du graphe de voisinage de la fac¸on suivante :
– si le bit &  du message a` inse´rer est 0 alors nous rempla-
c¸ons les 4 bits de poids faible de la composante bleue de
chaque pixel de la zone par #6  76 ! 	6  	6 8  ,
– si le bit &  du message a` inse´rer est 1 alors nous rempla-
c¸ons les 4 bits de poids faible de la composante bleue
de chaque pixel de la zone par :9<;=6  79>;?	6 
@ 79>;
	6

	9A;B	6

8
 .
L’image ainsi obtenue devient notre image signe´e.
5 Extraction de la signature
Pour extraire la signature d’une image e´ventuellement at-
taque´e, il faut dans un premier temps e´tablir un isomorphisme
entre le graphe de voisinage de l’image attaque´e et celui de
l’image d’origine afin de de´terminer la localisation ge´ome´trique
et l’ordre de chaque bit de la signature. Il est a` noter que pour
retrouver la signature nous pouvons ne pas utiliser l’image d’ori-
gine, mais uniquement son graphe de voisinage.
Dans un second temps, nous e´tablissons une corre´lation entre
le vecteur de bits obtenu et la signature inse´re´e.
5.1 Etablissement d’un isomorphisme entre deux
graphes planaires
Cette ve´rification se base sur un travail de J.E. Hopcroft et
J.K. Wong [5]. Ils pre´sentent un algorithme ve´rifiant si deux
graphes planaires sont isomorphes en un temps line´aire sur le
nombre d’areˆtes.
Soient deux graphes planaires    et    . L’algorithme asso-
cie un entier a` chaque sommet et un couple d’entiers a` chaque
areˆte du graphe. Puis chaque graphe est simplifie´ graˆce a` une
suite de re´ductions. L’ensemble des re´ductions s’effectue par
ordre de priorite´ ce qui assure une forme canonique des graphes
a` chaque e´tape. Une re´duction du graphe   est un rempla-
cement de chaque sous-graphe de   d’un type donne´ par un
sous-graphe e´tiquete´ d’un autre type. Etiqueter un sous-graphe
consiste a` le re´duire sans perte d’information. Il faut donc choi-
sir des classes d’e´quivalences contenant assez d’informations
pour reconstruire le sous-graphe d’origine a` partir d’un identi-
fiant donne´. Le point important de cet algorithme re´side dans
le fait que la re´duction de tous les sous-graphes d’un meˆme
type se fait simultane´ment et est e´tiquete´e par le meˆme identi-
fiant : le repre´sentant de la classe d’e´quivalence. Les re´ductions
de plus haute priorite´ se font sur les boucles (areˆte ayant le
meˆme sommet comme origine et destination), les liens mul-
tiples (areˆtes diffe´rentes ayant la meˆme origine et la meˆme des-
tination) et les sommets de degre´ 1 (un sommet de degre´ 3
posse`de 3 arreˆtes incidentes), puis sur les sommets de degre´ 2
et plus, avec des exceptions sur les sommets de degre´ 4. Quand
l’algorithme ne peut plus appliquer de re´ductions, Hopcroft et
Wong ont montre´ que les graphes ainsi obtenus correspondent
a` un polye`dre re´gulier parmis les cinqs existants (te´trae`dre,
hexae`dre, octoe`dre, dode´cae`dre et icosae`dre) ou a` un sommet
unique.
L’isomorphisme peut eˆtre teste´ en temps fini en ve´rifiant de
fac¸on exhaustive toutes les combinaisons possibles des deux
graphes e´tiquete´s. La recherche de l’isomorphisme se re´duit
donc a` la de´termination de la plus longue sous-se´quence com-
mune de deux se´quences (a` une permutation circulaire pre`s).
La longueur de cette sous-se´quence en fonction de celle de la
signature nous donne le taux d’isomorphisme entre les deux
graphes.
Les figures 4 et 5 illustrent le comportement de l’algorithme.
La figure 4 repre´sente les graphes d’origine et la figure 5 les
graphes re´duits (nous utilisons ici des lettres pour noter les
re´pre´sentants des classes d’e´quivalences et les chiffres pour
repe´senter les composants non modifie´s des graphes d’origine).
Nous en de´duisons les deux se´quences suivantes : >0	 90
pour    et 90
<0	 pour    . Elles sont identiques a` une
permutation circulaire pre`s, donc    et    sont isomorphes.
FIG. 4: les graphes    et    sont-ils isomorphes?
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FIG. 5: les graphes    et    re´duits
5.2 Ve´rification de la pre´sence de la signature
Apre`s avoir e´tabli un isomorphisme acceptable entre les deux
graphes s’il existe, nous ve´rifions le taux de corre´lation entre un
message ge´ne´re´ et le message d’origine.
L’isomorphisme ordonne l’extraction des bits de signature a`
ve´rifier. En effet, la construction du quadtree e´tant de´terministe
et ayant e´tablie un isomorphisme entre ces deux graphes, nous
pouvons retrouver l’ordre des re´gions du graphe d’origine et
donc l’ordre des bits du message puisqu’a` chaque re´gion on
associe un bit de signature. Puis nous devons de´terminer quel
bit se cache dans chaque re´gion. Pour cela nous initialisons le
LFSR avec tous les vecteurs  possibles. Ils sont au nombre
de   

car ils sont e´quilibre´s. Ensuite nous extrayons pour
chaque suite binaire ge´ne´re´e 2ﬃ#(   $  7
 6  le bit
cache´ de la fac¸on suivante : soit 




$








8

 les
4 bits de poids faible du pixel  situe´ dans la re´gion  . Nous
cherchons le maximum entre le nombre de  et de 9 de la suite
de bits ﬀ


de´finie par :
ﬀ




$
ﬂﬁ
16



ﬃﬁ
16

@


ﬂﬁ
 6


8
ﬂﬁ
16
8

avec
ﬁ
l’ope´rateur XOR, telle que :
– si +,ﬀ


! =0 alors le bit extrait est 1,
– si +,ﬀ


!"=0 alors le bit extrait est 0,
– si +,ﬀ




0 alors si
8
#
$&%
$
0
$

$

ﬁ
 6


$
! ('
alors le bit extrait est 1, 0 sinon.
Nous proce´dons de meˆme pour chaque bit de la re´gion. Il est
a` noter que cette relation prends en compte le fait que les bits
de poids fort conservent mieux l’information car ils sont plus
difficilement modifiables.
Enfin nous prenons le maximum entre le nombre de  et de 9
de tous les bits ainsi extraits. Ce re´sultat nous donne le      bit
du message ge´ne´re´.
Apre`s avoir re´cupe´re´ tous les bits du message ainsi ge´ne´re´,
nous e´tablissons une corre´lation entre ce message et celui d’ori-
gine. Un taux de corre´lation acceptable ve´rifie la pre´sence de
la signature.
6 Conclusion
Nous avons de´crit dans cet article l’e´tude the´orique de notre
me´thode de signature qui se base sur la caracte´risation d’une
image par un graphe de voisinage. Un prototype est en cours
de de´veloppement en langage C++ qui inse`re une signature uni-
quement dans le domaine spatial. De plus, la ge´ne´ration de la
suite de bits a` inse´rer ne s’effectue qu’avec un seul registre.
Nous envisageons le de´veloppement d’une technique de signa-
ture hybride meˆlant la caracte´risation de l’image par un graphe
de voisinage avec la transforme´e en cosinus discre`te (DCT).
Cette e´tude implique la description d’une topologie fre´quentielle
qui nous permettra de de´velopper une technique de codage et
de diffusion de la signature dans ce domaine. Enfin, l’utilisation
de plusieurs LFSR filtre´s par une fonction boole´enne haute-
ment non line´aire e´quilibre´e permettrait une meilleure gestion
de la cle´ de session et du message secret.
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