Western Kentucky University

TopSCHOLAR®
Masters Theses & Specialist Projects

Graduate School

5-2015

Generating Random Walks and Polygons with
Thickness in Confinement
Sai Sindhuja Veeramachaneni
Western Kentucky University, saisindhuja.veeramachaneni897@topper.wku.edu

Follow this and additional works at: http://digitalcommons.wku.edu/theses
Part of the Computer Sciences Commons, and the Physics Commons
Recommended Citation
Veeramachaneni, Sai Sindhuja, "Generating Random Walks and Polygons with Thickness in Confinement" (2015). Masters Theses &
Specialist Projects. Paper 1482.
http://digitalcommons.wku.edu/theses/1482

This Thesis is brought to you for free and open access by TopSCHOLAR®. It has been accepted for inclusion in Masters Theses & Specialist Projects by
an authorized administrator of TopSCHOLAR®. For more information, please contact topscholar@wku.edu.

GENERATING RANDOM WALKS AND POLYGONS WITH THICKNESS IN
CONFINEMENT

A Thesis
Presented to
The Faculty of the Department of Computer Science
Western Kentucky University
Bowling Green, Kentucky

In Partial Fulfillment
Of the Requirements for the Degree
Master of Science

By
Sai Sindhuja Veeramachaneni
May 2015

ACKNOWLEDGEMENTS

I would never have been able to finish my thesis without the support and
guidance of my thesis director Dr. Uta Ziegler. I would like to express my sincere
gratitude and respect to Dr. Uta Ziegler for helping me through my good and bad
times. I would like to thank my thesis committee members Dr. Claus Ernst and Dr.
Rong Yang for spending their valuable time and encouraging me.
I would like to thank my friend Manisha Gullapalli for her great support. I
would also like to thank my friends Nikita Moharir, Priyanka Venna and Siddarth
Hegde for always being with me and motivating me.
Finally, I would like to thank my parents for their unconditional love and
trust. I would like to express my gratitude to my uncles Vasu Kollipara and Dilip
Hanumara for being a huge support in completing my graduation.

iii

TABLE OF CONTENTS
TABLE OF CONTENTS

v

LIST OF FIGURES

vi

LIST OF TABLES

vii

LIST OF ALGORITHMS

viii

ABSTRACT

ix

1 Introduction

1

2 Background

4

2.1

Terms and definitions . . . . . . . . . . . . . . . . . . . . . . . . . . .

3 Generating random walks

4
8

3.1

Overview of walks . . . . . . . . . . . . . . . . . . . . . . . . . . . . .

8

3.2

General approach . . . . . . . . . . . . . . . . . . . . . . . . . . . . .

8

3.3

Walks with confinement . . . . . . . . . . . . . . . . . . . . . . . . .

11

4 Generating random polygons

17

4.1

Overview of how polygons are related to walks . . . . . . . . . . . . .

17

4.2

Outline of the algorithm . . . . . . . . . . . . . . . . . . . . . . . . .

18

4.3

Mathematical background . . . . . . . . . . . . . . . . . . . . . . . .

20

4.4

Computation of di using the pdf . . . . . . . . . . . . . . . . . . . . .

20

4.4.1

Expression for Hi (di |di+1 ) . . . . . . . . . . . . . . . . . . . .

21

4.4.2

Solving the equation u = Hi (di |di+1 ) . . . . . . . . . . . . . .

22

Imposing confinement . . . . . . . . . . . . . . . . . . . . . . . . . . .

24

4.5

5 Volumizing the segments of walks and polygons

iv

27

5.1

What is a thick polygon? . . . . . . . . . . . . . . . . . . . . . . . . .

27

5.2

Determining the thickness of an existing polygon

. . . . . . . . . . .

28

5.3

Generating a thick polygon . . . . . . . . . . . . . . . . . . . . . . . .

30

6 Results

32

6.1

Average realizable thickness . . . . . . . . . . . . . . . . . . . . . . .

33

6.2

Vertex Distribution . . . . . . . . . . . . . . . . . . . . . . . . . . . .

36

6.3

Average rejection count for walks and polygons generated with thickness 40

7 Conclusion

43

References

45

v

LIST OF FIGURES
1

Point in three-dimensional space . . . . . . . . . . . . . . . . . . . . .

4

2

Segment . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .

4

3

Circle . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .

5

4

Sphere centered at O of radius r . . . . . . . . . . . . . . . . . . . . .

5

5

Hemisphere of radius r . . . . . . . . . . . . . . . . . . . . . . . . . .

6

6

Cylinder of radius r and height h . . . . . . . . . . . . . . . . . . . .

6

7

An example of a pdf and its corresponding cdf . . . . . . . . . . . . .

7

8

Selecting W on the unit sphere centered at the origin . . . . . . . . .

10

9

Cases of confined walks based on r with respect to the radius of sphere R 13

10

Selecting a vertex on unit sphere inside the confinement . . . . . . . .

14

11

Comparison of average realizable thickness for walk and polygons . .

33

12

Ratios of average realizable thicknesses for walks and polygons . . . .

36

13

Vertex distributions for walks with and without thickness R = 1, 1.5,
2, 3 and length 50. . . . . . . . . . . . . . . . . . . . . . . . . . . . .

14

15

38

Vertex distributions for polygons with and without thickness R = 1,
1.5, 2, 3 and length 50. . . . . . . . . . . . . . . . . . . . . . . . . . .

38

Average rejection count for walks and polygons with thickness . . . .

40

vi

LIST OF TABLES
1

Average realizable thickness for walks . . . . . . . . . . . . . . . . . .

35

2

Average realizable thickness for polygons . . . . . . . . . . . . . . . .

35

3

Ratios of individual colored areas to the total colored area for polygons
with length 50 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .

39

4

Average rejection counts for walks and polygons generated with thickness 41

5

Percentage decrease in average rejection counts for walks and polygons
generated with thickness . . . . . . . . . . . . . . . . . . . . . . . . .

vii

42

LIST OF ALGORITHMS
1.

Generate a random walk of length N . . . . . . . . . . . . . . . . . .

2.

Select a point W on the unit sphere around the origin O with uniform

9

probability . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .

11

3.

Generate a confined walk of length N . . . . . . . . . . . . . . . . . .

16

4.

Generate a random polygon of length N

. . . . . . . . . . . . . . . .

19

5.

Bisection method to find di with a precision of 10−14 . . . . . . . . .

23

6.

Generate a confined polygon of length N . . . . . . . . . . . . . . . .

25

7.

Determine thickness rt of a given polygon

. . . . . . . . . . . . . . .

29

8.

Accept-reject function for a thick segment . . . . . . . . . . . . . . .

31

viii

GENERATING WALKS AND POLYGONS WITH THICKNESS IN
CONFINEMENT
Sai Sindhuja Veeramachaneni

May 2015

45 Pages

Directed by: Dr. Uta Ziegler, Dr. Claus Ernst, Dr. Rong Yang
Department of Computer Science

Western Kentucky University

Algorithms to generate walks (chains of unit-length, freely-jointed segments)
and polygons (closed walks) in spherical confinements have been developed in the
last few years. These algorithms generate polygons inside spherical confinement
based on their mathematically derived probability distributions. The generated
polygons do not occupy any volume – although that would be useful for some
applications. This thesis investigates how to generate walks and polygons which
occupy some volume in spherical confinement. More specifically, in this thesis,
existing methods described in the literature have been studied and implemented to
generate walks and polygons in confinement. Additionally, these methods were
adapted to design, develop, and implement an algorithm which generates walks and
polygons in confinement with thick segments, that is, segments which occupy
volume. Data is collected by generating walks and polygons of different lengths with
and without thickness inside the spherical confinements of various radii to compare
walks and polygons with thickness with those generated without thickness. The
analysis of the collected data shows that
a. the newly developed algorithm indeed generates polygons which are
thicker than those generated with the volumeless algorithm; and
b. the newly developed algorithm generates polygons which are different
from the polygons generated by the volumeless algorithm. The analysis also
includes an assessment of the computational cost of generating thick polygons.
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1

Introduction
DNA is the carrier of information which self-assembles in the cells of most

organisms. In past experiments, it was observed that the packing of DNA is very
dense inside these cells, and this process is often called DNA condensation. In the
case of viruses such as P4 bacteriophage, some important topological features of
DNA packing are detected in the extracted DNA. The analysis of this extracted
DNA provided information about the packing of DNA inside the capsid. The
packing mechanisms and particularly the resulting structures of the packed DNA
are still a field of intense study. Mathematical methods allow the investigation of
packing models from a theoretical view point and computational methods allow the
generation of benchmark data which may be used by scientists which conduct actual
experiments to refute the hypothesis or guide possible explorations. The results of
using mathematical and computational methods apply not only to DNA, but any
long polymer packed into a small volume.
Following many others modeling DNA (or other polymer structures), this
thesis uses equilateral random polygons and walks to model DNA. This thesis
mainly concentrates on generating equilateral random walks and polygons in
confinement and this thesis does not attempt to generate a realistic model of DNA.
There are several algorithms used in the past to generate walks and polygons
without confinement which include the crankshaft algorithm, the hedgehog
algorithm and the generalized hedgehog algorithm. In the crankshaft algorithm
(Klenin, Vologodskii, Anshelevich, Dykhne & Frank-Kamenetskii, 1988; Millett,
2000), a simple polygon is generated (e.g. forming a circle) and perturbed
thousands of times such that the final polygon is uncorrelated to the starting
polygon. The hedgehog algorithm (Klenin et al., 1988; Plunkett et al., 2007) uses
repetitive rotation operations to reduce the correlation between any of the edges.
For one perturbation step, two points are randomly selected that define an axis
1

dividing the polygon into two chains. One of these two chains is randomly selected
and rotated around the axis by a random angle. This method requires repetitive
rotation operations in order to generate a new polygon that does not have a
correlation between its edges and the edges of the prior polygon. The hedgehog
algorithm is known to generate polygons faster than the crankshaft algorithm.
In order to generate an equilateral random polygon in confinement, an
acception-rejection method could be used based on any one of the prior described
methods to generate polygons without confinement. This method generates a
number of polygons and only keeps those polygons that satisfy the confinement
condition that is all the edges of the polygon are completely inside the confinement.
This approach is not time efficient to generate confined polygons especially when
lengthier polygons are to be generated in smaller confinements. There are also
approaches that have been developed to generate walks and polygons directly in a
spherical confinement having a certain radius (Diao, Ernst, Montemayor & Ziegler,
2011; Diao, Ernst, Montemayor & Ziegler, 2012a; Diao, Ernst, Montemayor &
Ziegler, 2012b; Cantarella, 2012). All the walks and polygons generated by the
above methods are considered volumeless, that is, volume exclusion is ignored in the
generating process.
The problem this thesis attempts to answer is how adding volume to the
walks and polygons generated in confinement will affect the types of walks and
polygons generated. Specifically this thesis contributes the following to this area of
research:
1. This thesis includes a Java implementation of the generation methods
described in (Diao, Ernst, Montemayor & Ziegler, 2011). The authors
implemented their algorithms in Mathematica.
2. The methods implemented in 1 generate walks and polygons which do not
occupy any volume. The thesis defines the concept of a thick polygon (walk)

2

and develops and implements an algorithm to generate thick polygons (walks)
in confinement.
3. This thesis reports results of sampling large number of walks and polygons
with a uniform thickness distribution in the algorithms developed in 2. The
results address the effects of adding thickness to the generation process.
The rest of this thesis is organized as follows:
Chapter 2 focuses on definitions and information about some basic concepts
that are used later on.
Chapter 3 describes the approach, and the algorithms used to generate walks
with and without confinement.
Chapter 4 describes the approach, and the algorithms used to generate
polygons with and without confinement.
Chapter 5 discusses a modification of the algorithms to generate thick walks
and polygons inside confinement.
Chapter 6 presents graphical and computational results from data collected
by using the modified algorithm described in chapter 5. It discusses the
observations made from these results.
Chapter 7 contains final conclusions and indicates possible future work on
this research.

3

2

Background
This chapter provides the background knowledge required about basic terms

and definitions used in this thesis.

2.1

Terms and definitions
In three-dimensional euclidean space, a point P is denoted as a triple of real

numbers P = {x, y, z}, see Figure 1. The distance of P from the origin is given as
p
|P | = x2 + y 2 + z 2 .

Figure 1: Point P in three-dimensional space
The part of a line that connects any two points X and Y is line segment XY.
Figure 2 shows a segment s connecting two points X and Y.

Figure 2: Segment s with end points X and Y
A circle is a set of points in a plane all of which are at an equal distance from
a given point which is called the center of the circle. Figure 3 shows a circle C with
O as the center of the circle and r is called the radius of the circle which is the
distance between O and any point on the circle.

4

Figure 3: Circle centered at O with radius r

A sphere is a set of points in three-dimensional space that are at an equal
distance r from a given point O. O is called the center of the sphere and r is its
radius, see Figure 4.

Figure 4: Sphere centered at O of radius r
A sphere with the radius r = 1 is called a unit sphere.
Any sphere S can be divided into two equal hemispheres by any plane that
passes through the center of the sphere. Figure 5 shows a hemisphere H centered at
O with radius r.
A cylinder of height h and radius r is defined as the set
{(x, y, z)|x2 + y 2 ≤ r2 , 0 ≤ z ≤ h}. It is the union of all disks of radius r that are
perpendicular and centered at the points of a line segment of length h. Figure 6

5

Figure 5: Hemisphere of radius r

shows a cylinder with height h and radius r.

Figure 6: Cylinder of radius r and height h
A probability density function (pdf) gives the probability of a random
variable X falling in the given range of possible values for X. More precisely, if X is a
continuous random variable, a pdf of X is a function f(x) such that the probability
Rb
P (a ≤ X ≤ b) = a f (x)dx
The cumulative distribution function (cdf) for a continuous random variable X is
the probability that X has a value less than or equal to a for a given pdf. If X is a
continuous random variable with pdf f(x) and cdf F(x),then
Rx
F (x) = P (X ≤ x) = −∞ f (x)dx
Figure 7 shows a pdf f(x) and the corresponding cdf F (x) = P (X ≤ a).
6

Figure 7: An example of a pdf on the left and its corresponding cdf on the right

7

3

Generating random walks
This chapter gives a definition of random walks, the approach used to

generate random walks, and the algorithms implemented to generate random walks
with and without a confinement. Section 3.1 explains what a random walk is.
Section 3.2 explains the general approach used to generate random walks and
provides the required algorithms. Section 3.3 discusses the generation of walks
considering a confinement.

3.1

Overview of walks
This section gives the definition of random walks and briefly explains it.
An equilateral, freely-jointed walk of length N is a sequence of vertices X0 ,

X1 , X2 , X3 , X4 ,......, XN −1 , XN , where the vertices Xi−1 and Xi (1 ≤ i ≤ N ) are one
unit apart and each Xi−1 is connected to Xi by a line segment, and X0 = {0, 0, 0}.
Throughout the thesis, the term walk refers to a freely-jointed, unit-length
walk whose starting vertex is always the origin O. The definition says that a walk of
length N has N+1 vertices that are joined by unit-length segments to form the walk
with open ends, one of them being the origin O and the other being the last vertex
XN generated in the walk.
In this thesis, walks must be generated randomly such that each walk is
generated based on its probability. The approach that is used to do so is discussed
in the next section.

3.2

General approach
This section explains the process of generating walks based on their

probability, the outline of the algorithm used to generate random walks, and the
details of selecting the vertices of a random walk.

8

Suppose an equilateral random walk of length N is to be generated, which
means N vertices (X1 , X2 , X3 , X4 ,......,XN −1 , XN ) are to be selected in the space,
with the starting vertex as origin X0 = O. One way to generate walks is to use a
step by step procedure. A random walk of length N is generated by initially
selecting a random vertex X1 on the unit sphere around X0 =O, then selecting a
vertex X2 randomly on the unit sphere around the vertex X1 , and repeating the
process until the last vertex of the walk XN is selected on the unit sphere around
the vertex XN −1 . In general, for 1 ≤ i ≤ N , each vertex Xi is picked on the unit
sphere around the vertex Xi−1 . This means that these two vertices Xi−1 and Xi are
always a unit distance apart. This process of selecting the vertices is repeated until
all the vertices are generated at a unit distance from their adjacent vertices
respectively, forming a random walk of length N.
The outline of the algorithm that is used to generate a random walk of
length N is given below as Algorithm 1.

Algorithm 1. Generate a random walk of length N
Input: Length N of the random walk to be generated
Output: sequence of vertices of the random walk X0 , X1 , X2 , X3 , X4 ,......, XN −1 ,
XN with X0 = {0, 0, 0}
set X0 = {0, 0, 0}
for each i where 0 < i ≤ N do
Uniformly select a point Wi on the unit sphere centered at the origin
set Xi to Xi−1 + Wi
end for

Algorithm 1 requires the selection of a point W on the unit sphere centered
at the origin with uniform probability. The method that is used to select a vertex
on the unit sphere (Seaman, 1996) is explained next. Figure 8 on the left shows the
projection of the unit sphere on which the vertex has to be selected into the plane
y=0. Let α be the angle at the origin between the positive z-axis and a point on the
9

unit sphere. It is known that z = cos(α) is uniformly distributed over [-1,1] and the
algorithm uses that by randomly selecting z with uniform probability in [-1, 1]
which directly leads to an α. α uniquely determines a horizontal circle cα of points
on the unit sphere that is the plane of the circle is parallel to xy plane. In Figure 8,
T = {x, 0, z} is a point on cα for the shown α. To uniformly select a point on the
unit sphere around the origin, an angle β in [0, 2π] is randomly picked with uniform
probability. β is the angle at the origin between the positive x-axis and a point on
the projection of the circle cα into the xy plane as shown in Figure 8 on the right. β
uniquely determines the x and y coordinates of the point W on the circle cα , as W
= {rc cos(β), rc sin(β), z}.

Figure 8: Selecting W on the unit sphere centered at the origin

This procedure of selecting a point on the unit sphere with uniform
probability is summarized in Algorithm 2.
Note:
1. z needs to be picked with a uniform probability over [-1, 1] for each vertex
to be randomly picked from the unit sphere.
10

Algorithm 2. Select a point W on the unit sphere around the origin O with uniform
probability
Output: W = {x, y, z}
Select a random value z  [−1, 1] with uniform probability and define α = cos−1 (z)
Select β such that β  [0, 2π] with uniform probability
Compute the radius of the selected circle on the unit sphere rc = sin (α)
set x to rc cos (β)
set y to rc sin (β)
2. z can take any value from [-1,1], and thus α can take any value in [0,π].
For walks without confinement, there is no restriction on where the vertices
are to be positioned. A vertex can be generated anywhere in the space at a unit
distance from its previous vertex. When considering confinement, the vertices of the
random walk should be selected only inside the confining sphere, which means there
are restrictions on the possible positions of vertices in a walk. The algorithm used
to generate walks without confinement is modified to generate walks inside a
confining sphere and is discussed in the next section.

3.3

Walks with confinement
This section discusses the definition of a confined walk, the model used to

generate confined walks, different cases that arise in selecting vertices inside a
confinement, and the algorithm used to generate walks inside the confinement.
An equilateral confined walk of length N in a confining sphere S of radius R
centered at the origin O is an equilateral freely-jointed walk of length N which starts
at the origin such that all the vertices of the walk are inside the sphere S.
Throughout the thesis, the term confined walk refers to an equilateral
freely-jointed walk inside a confinement.
In this thesis, confined walks must be generated such that each confined walk
is generated based on its probability. With the imposed confinement, it is not clear

11

what the probability of a walk means and in fact there are different models that can
be used to generate confined walks based on their probability. Two models are
described here. The first one is called absorbing model. This model ignores the
confinement, and generates random walks starting at the origin. After generating
the walks, only those walks which have all the vertices inside the confinement are
considered as confined walks. This is referred to as an absorbent boundary or an
absorbent confinement. All the walks with vertices that are generated outside the
confinement are said to be absorbed. The second model is called reflective model.
The reflective model considers the surface of the confinement to be reflective i.e., a
segment of the walk which would hit the surface of the confinement is somehow
reflected back into the confinement making sure that all the vertices are generated
only inside the confinement. If a vertex is selected at a position within one unit of
the surface of the confinement sphere, the next vertex is selected only on the part of
the unit sphere centered at the current vertex that lies inside the confinement
ignoring the portion of the unit sphere lying outside the confinement. This makes
sure that all the vertices of a confined walk are generated inside the confinement
(Diao, Ernst, Montemayor & Ziegler, 2012a).
The selection of each vertex Xi on the unit sphere around Xi−1 (1 ≤ i ≤ N )
to generate a random confined walk uses a modified version of the Algorithm 2 that
is used for random walks without confinement given in section 3.2, where the
required modifications are based on the position of the current vertex Xi−1 inside
the confinement sphere of radius R.
While selecting each vertex Xi of a confined walk, two different cases arise
depending on the radius R of the confining sphere S, and the distance of current
vertex Xi−1 from the origin O, which is r = | Xi−1 |.
Case 1: The distance of the current vertex from the origin r =| Xi−1 | is less
than or equal to R-1. Figure 9 on the left shows an example of case 1.

12

In this case, the unit sphere around Xi−1 lies completely inside the confining
sphere S. Hence, Xi is determined as Xi = Xi−1 + Wi by selecting Wi uniformly on
the unit sphere around the vertex Xi−1 using Algorithm 2 (Section 3.2).
Case 2: The distance of the current vertex from the origin r =| Xi−1 | is
greater than R-1, that is R − 1 < r ≤ R. Figure 9 on the right shows an example of
case 2.
In this case, only a part of the unit sphere around Xi−1 lies inside the
confining sphere S. So, Wi can be selected only on the part of the unit sphere which
is inside the confinement.

Figure 9: Cases of confined walks based on r with respect to the radius of sphere R

To select a point Wi on the unit sphere without confinement, a value
z = cos(α) is uniformly picked from [-1, 1]. This applies to case 1, where the unit
sphere completely lies inside the confinement sphere as shown in Figure 9 left. But
for case 2, as seen in Figure 9 right, the complete unit sphere is not inside the
confinement which means z must be picked from an interval [-1, t] for some t < 1.
13

The value of t changes depending on the part of the unit sphere that lies inside the
confinement. The method used to compute the value of t is discussed later on.
In order to pick Wi on the part of the unit sphere around the origin which is
equal to the part of the unit sphere around Xi−1 inside the confining sphere of
radius R, rotation and translation operations are performed. More specifically, a
0
rotation around the origin is used to move Xi−1 to Xi−1
= {0, 0, | Xi−1 |}, and then
0
00
a translation is used to move the Xi−1
to Xi−1
={0, 0, 0}. Under this rotation and

translation, the origin is moved to {0, 0, −r} where r =| Xi−1 |. If the unit sphere
around Xi−1 intersects the confinement sphere centered at {0, 0, 0}, then after the
00
rotation and translation, the unit sphere around Xi−1
is intersected in exactly the

same way by the confinement sphere of radius R centered at {0, 0, −r}.

Figure 10: Selecting a vertex on unit sphere inside the confinement

To select Wi on the part of the unit sphere inside the confinement after the
rotation and the translation, the value of t needs to be determined such that for any
z = cos(α)  [−1, t], the angle α determines a circle on the unit sphere that is inside
the confinement sphere. Let αmin be the angle for which the circle on the unit
sphere lies on the rotated and translated confinement sphere, see Figure 10. For
14

angles α less than αmin , the circle on the unit sphere is outside the confinement
sphere. Let the confining sphere of radius R be centered at P and let Q lie on the
intersection of the unit sphere around O and the confining sphere. The z-value of Q
is t = cos(αmin ).
In order to compute t, the law of cosine is used on the triangle 4OP Q. The
length of P O is r, OQ is 1 and P Q is R. This leads to
R2 = 12 + r2 − 2r cos(π − αmin ) and with
cos(π − θ) = − cos(θ), this results in
t = cos(αmin ) =

R2 −12 −r2
2r

Note:
For r = R, cos(αmin ) =

1
.
2R

To pick a point on the part of the rotated and the translated unit sphere
inside confinement, z  [−1, t] must be selected with uniform probability. Once z is
selected, a point Wi on the unit sphere is determined uniquely by selecting the angle
β in [0, 2π] with uniform probability as before.
The point Wi as computed above correctly picks a random point on a part of
the unit sphere around the origin equivalent in size to the part of the unit sphere
around Xi−1 . However, since the process was started by rotation and translation
operations, the selected point Wi must be rotated and translated back to determine
the position of vertex Xi on the unit sphere around Xi−1 corresponding to the point
Wi on the unit sphere around the origin O.

15

Algorithm 3. Generate a confined walk of length N
Input: Length of confined walk N, radius of confinement R
Output: sequence of vertices of the random confined walk X0 , X1 , X2 , X3 , X4 ,......,
XN −1 , XN with X0 = {0, 0, 0}
set X0 to {0, 0, 0}
for each i where 0 < i ≤ N do
if | Xi−1 |≤ R − 1 then
determine Xi following the steps for selecting a vertex Xi in Algorithm 1
else
select Wi on the part of the unit sphere around the origin which is equivalent
to the part of the unit sphere around Xi−1 which is in the confining sphere S
of radius R using the steps described above
determine the vertex Xi on the unit sphere around Xi−1 that corresponds to
Wi on the unit sphere around the origin
end if
end for
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4

Generating random polygons
This chapter describes the difference between the generation of walks and

polygons, the algorithm used to generate random polygons and the necessary
computational algorithms, and the generation of polygons inside the confinement.
Section 4.1 gives an overview of generating polygons based on the generation of
walks. Section 4.2 describes in a nutshell the approach to generate random polygons.
Section 4.3 provides the mathematical background required for the generation of
polygons. Section 4.4 describes the computation of the required probability density
functions. Section 4.5 explains the generation of polygons inside a confining sphere.

4.1

Overview of how polygons are related to walks
This section gives a brief description of equilateral random polygons, and

how the generation of polygons is different from the generation of walks. An
equilateral, freely-jointed polygon of length N is a sequence of vertices X0 , X1 , X2 ,
X3 , X4 ,......, XN −1 , XN , where the vertices Xi−1 and Xi (1 ≤ i ≤ N ) are one unit
apart and each Xi−1 is connected to Xi , and X0 = XN = O.
Throughout the thesis, the term polygon refers to a closed chain of
unit-length, freely-jointed segments. The definition of a walk (see section 3.1) and of
a polygon of length N are very similar. As a matter of fact, a polygon of length N is
a closed-walk, where X0 = XN = O.
For a walk of length N, the next vertex Xi is picked uniformly from the unit
sphere around Xi−1 , since there is no requirement restricting the location of the
vertex XN . This is not the case for polygons, where XN must be the origin. Thus,
the selection of the next vertex Xi must not only consider the unit sphere around
Xi−1 , but also that in N − (i + 1) steps including Xi , the walk must close to a
polygon that is, reach the fixed end point XN = O.
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One of the questions to be answered by this chapter is how to generate the
next vertex Xi in a random walk of length N with a fixed end point at the origin and
exactly N − (i + 1) more steps including Xi are remaining to reach the end point.

4.2

Outline of the algorithm
This section provides the outline of the algorithm used to generate polygons

of length N, based on the approach used to generate random walks.
As discussed in the previous section, each vertex Xi is to be determined on
the unit sphere around the vertex Xi−1 . For a walk, the x, y and z coordinates of a
vertex Xi are directly determined on the unit sphere around the already generated
vertex Xi−1 . In the case of polygons, it is more complicated to determine the
vertices, and the approach chosen does not directly select the x, y and z coordinates
for the vertex Xi , but merely the distance of the vertex Xi from the origin which is
computed by using the distance of the previous vertex Xi−1 from the origin. The
reason for using the distance of the vertex Xi−1 from the origin is for selecting only
one random variable and not three as in walks. Based on the distance between Xi−1
and the origin, and the number of steps remaining to close the polygon, the distance
of Xi from O is determined.
The order of the selection of vertices in a polygon differs from that of a walk.
The vertices in a walk are picked starting from X0 =O, followed by X1 , X2 , X3 ,
X4 ,......, XN −1 , XN . But, determining the position of a vertex Xi in a polygon
depends on the position of the already generated vertex Xi−1 in the polygon and the
number of steps remaining to close the polygon. The position of Xi does not depend
on the number of vertices already generated. To accommodate this dependence on
the number of steps that are remaining to close the polygon, the order of the indices
of the vertices Xi is reversed. The order of the vertices generated becomes XN ,
XN −1 , XN −2 , XN −3 , XN −4 ,......,X2 , X1 , X0 . Once the vertex Xi+1 is generated, the
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distance di of the next vertex Xi to the origin is selected, and the next vertex Xi
(1 ≤ i ≤ N − 1) is generated on the unit sphere around Xi+1 , and at a distance of di
= | Xi | from the origin O. More specifically, Xi is on the intersection circle of the
sphere around the origin of radius di and the unit sphere around Xi+1 . An angle is
picked uniformly from [0, 2 π] which selects the point Xi on the intersection circle.
Algorithm 4 gives the outline of the algorithm to select the vertices in a
random polygon of length N. The algorithm uses the notation Sq (p) for a sphere of
radius q and centered at p. di in the algorithm refers to the distance of the vertex
Xi from the origin (1 ≤ i ≤ N − 1). Note that di ≤ i because otherwise the polygon
cannot be closed and di  [|di+1 − 1|, di+1 + 1], because in a single step, the distance
to the origin can change by at most one unit.

Algorithm 4. Generate a random polygon of length N
Input: Length N of random polygon to be generated
Output: Random polygon of length N
Set XN to {0, 0, 0}
Randomly choose XN −1 on the unit sphere around XN
for each j from 2 to N-2 do
Select dN −j where (dN −j  [|dN −j+1 − 1|, dN −j+1 + 1])
Determine the circle cj where SdN −j (O) and S1 (XN −j+1 ) intersect
Randomly choose XN −j on cj
end for
Randomly choose X1 on the circle where S1 (O) and S1 (X2 ) intersect
Close the polygon with X0 = XN

As given in the algorithm, the vertex Xi must be selected such that the
polygon closes in i + 1 steps, and that the polygons are generated randomly based on
their probabilities. So, di = |Xi | needs to be picked based on a probability density
function (pdf) which makes sure that the polygon closes at the origin. This pdf is
denoted as hi (di |di+1 ). It specifies the conditional probability density to select a
distance di to close the polygon at O in i + 1 steps, given the distance di+1 = |Xi+1 |.
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The next section provides the mathematical background to define an
expression for hi (di |di+1 ).

4.3

Mathematical background
This section provides some mathematical background information required to

compute the probability density functions hi (di |di+1 ).
As discussed in section 4.4, a probability density function is required to
generate each vertex in a random polygon of length N that starts and ends at the
origin O. The expression of the pdf is generated using the following theorem (Diao,
Ernst, Montemayor & Ziegler, 2012a).
Let X0 = O, X1 , ..., XN be the vertices of an equilateral random walk and
di =| Xi | for 1 ≤ i ≤ N . Let gi (di ) be the probability density function of di . Then,
(a) gi (di ) = 4πd2i fi (Xi ) for i>1, where fi is given as
R∞
fi (Xi ) = 2(π12 )di 0 x sin(di x)( sinx x )i dx
(b) In the case that di+1 is fixed, the conditional probability density function of di
for i>1 is given by
hi (di | di+1 ) =

di+1 gi (di )
2di gi+1 (di+1 )

where

di  [di+1 − 1, di+1 + 1] if di+1 ≥ 1
di  [1 − di+1 , 1 + di+1 ] if di+1 < 1
The next section explains how these probability density functions are used to
perform the necessary computations required to generate vertices in a random
polygon.

4.4

Computation of di using the pdf
This section explains the computations and methods that are used to

compute the distance di of the next vertex Xi from the origin O in the random
polygon.
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As discussed in section 4.2, a probability density function hi (di |di+1 ) is
required in order to find the distance of |Xi | from the origin. This section explains
how this pdf is used to find an appropriate distance di = |Xi |.
The pdf hi (di |di+1 ) is used to make sure that the polygon comes back to the
origin after generating i vertices. The integral of hi (di |di+1 ) is the cumulative
distribution function (cdf) Hi (di |di+1 ) for the distance di from the origin with a
given di+1 . Now di can be computed as the solution of the equation u=Hi (di |di+1 ),
where u is a uniformly chosen random value between 0 and 1, di+1 is the distance of
Xi+1 from the origin, and di is the distance of Xi from the origin. In order to solve
this equation, there is a need to compute the inverse of the cumulative distribution
function Hi−1 (di |di+1 )(u) for the value u  [0, 1] chosen with uniform probability.
The expression for the cdf, the method adopted to find the solution of the
above equation using the cdf, and the computation of di is discussed in the following
subsections.

4.4.1

Expression for Hi (di |di+1 )
This subsection gives the expression of Hi (di |di+1 ), from the probability

density function hi (di |di+1 ). As mentioned in the section 4.3, the probability density
function to find di , given di+1 is
gi (di )
, where
hi (di | di+1 ) = 2ddii+1
gi+1 (di+1 )
R∞
gi (di )= 2dπ i 0 x sin(di x)( sinx
)i dx
x

The above expression means that the pdf includes an indefinite integral. The
integral of the pdf gives the expression for the cdf. The programming language
Mathematica can in fact numerically compute this integral. However, most
programming languages do not have that built-in capability. It turns out that the
cdf can be expressed as a sum as shown below: Given that the current vertex Xi+1
is di+1 away from the origin, and that i more steps must be taken to complete the
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polygon with i > 1, the probability that the next vertex is at most di away from the
origin is given by the CDF (Diao, Ernst, Montemayor & Ziegler, 2012b)
i (|τ −1|)
Hi (di |di+1 )= IiI(τi (r)−I
, where τ = di+1 , r = di and
+1)−Ii (|τ −1|)


P

(−1)j (r+i−2j)i−1
i
 i−1
0 ≤ r < i, j ∈ Z.
0≤j<(r+i)/2
2
j!(i−j)!
Ii (r) =


0
i ≤ r < ∞.

The constant value

1
2i−1

is omitted from the expression of the cdf in the

further computations as it does not affect the value of expression of Hi (di |di+1 ) at
all. This avoids extra computation of the constant value every time in the process,
and reduces the amount of run time, though not significantly.
As mentioned in the previous section, the inverse cdf function is needed to
determine the distance di . But, it has to be computed using numerical methods as
there is no direct way of computing the inverse function from the expression of the
cdf. A bisection method is used to find the solution of the equation u=Hi (di |di+1 ),
which is discussed in the next subsection.

4.4.2

Solving the equation u = Hi (di |di+1 )
This subsection discusses the bisection method that is used to find di from

the equation u=Hi (di |di+1 ).
If a function f is monotonically increasing (or decreasing) over an interval
[a,b] then a bisection method can be used to determine the value x = f −1 (y) for
some given y in [f (a), f (b)]. Hi (di |di+1 ) is a monotonically increasing function. In
general, a bisection method is a method that uses repetitive division of the possible
range of domain values into equal halves, until a solution is obtained that satisfies
the given precision requirement. It is known that the vertices Xi and Xi+1 must be
one unit apart in the polygon. If the vertex Xi+1 is at the distance di+1 from the
origin, the range of possible values for the distance di is [|di+1 − 1|, di+1 + 1]. The
value of di is computed by solving the equation u = Hi (di |di+1 ) with the search
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interval being [|di+1 − 1|, di+1 + 1].
In this bisection method, the interval [ | di+1 − 1 |, di+1 + 1] is initially
divided into two equal halves. The value of Hi (mid|di+1 ) is computed for mid =
|di+1 −1|+di+1 +1
2

which is the middle value of the domain interval. The computed value

is compared to the value of u. If the value of Hi (mid|di+1 ) is greater than the value
of u, then the search interval is narrowed to the lower half of the interval that is [
i+1 +1
]. Similarly, if the value of Hi (mid|di+1 ) is less than the
| di+1 − 1 |, |di+1 −1|+d
2

value of u, then the search interval is narrowed to the upper half of the interval that
i+1 +1
is [ |di+1 −1|+d
, di+1 + 1]. This process is repeated until the difference between
2

Hi (mid|di+1 ) and u is less than the fixed precision value, and mid becomes the
solution di of the equation.
The outline of the bisection algorithm is given as Algorithm 5.
Algorithm 5. Bisection method to find di with a precision of 10−14
Input: di+1 and i
Output: di
Initialize lower → |di+1 − 1|, upper → di+1 + 1
while upper > lower do
mid ← lower+upper
2
current ← Hi (mid|di+1 )
if |current − u| < precision then
return mid
end if
if current − u > 0 then
upper = mid
else
lower = mid
end if
end while

This chapter so far explained the generation of a random polygon without
considering a confining sphere. The next section describes the generation of random
polygons inside a confining sphere S of radius R.
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4.5

Imposing confinement
This section discusses the confinement case in the generation of random

polygons, and the differences between generating the polygons with and without the
confinement.
An equilateral random confined polygon in a confining sphere S of radius R
centered at the origin and of length N is a random polygon of length N with all the
vertices X0 , X1 , X2 , X3 , X4 ,......, XN −1 , XN lying inside the confining sphere S of
radius R.
Throughout the thesis, the term confined polygon refers to an equilateral,
freely-jointed, random polygon inside the confinement.
To generate polygons without confinement, each vertex Xi is generated by
determining di , using a cdf. In this case, di has possible values ranging from
|di+1 − 1| to min {i, di+1 + 1)}. A reflective model is used to generate the vertices in
the random confined polygons to ensure that the generation of the next vertex
always is inside the sphere.
To generate polygons in a confining sphere S of radius R centered at the
origin O, there are restrictions on the possible values for di , based on the position of
Xi+1 inside the confining sphere of radius R. While generating a polygon inside the
confining sphere of radius R, two cases are to be considered based on the position of
Xi+1 , that change the possible values of u and di .
Case 1:
If di+1 ≤ R − 1, the unit sphere around Xi+1 lies completely inside the
confining sphere S. In this case, the next vertex Xi is selected on the unit sphere
around Xi+1 and at a distance di from the origin. The value of u is uniformly
selected from the interval [0, 1] and di is computed based on the cdf as discussed for
the case without confinement by solving the equation u = Hi (di |di+1 ).
Case 2:
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If di+1 > R − 1, a portion of the unit sphere centered at Xi+1 lies outside the
confining sphere S. In this case, the selection of the next vertex Xi is restricted by
confinement. The values for di which correspond to circles on the unit sphere which
are outside the confining sphere S of radius R should not be considered. This leads
to the following restriction on the possible values of di as |di+1 − 1| ≤ di ≤ R. This
restricts the range of values of Hi (di |di+1 ) to the interval [0, Hi (R|di+1 )]. Thus the
choice of u for the equation u = Hi (di |di+1 ) is restricted to [0, Hi (R|di+1 )]. This is
equivalent to saying that in the restricted case the equation to be solved is u =
Hi (di |di+1 )
.
Hi (R|di+1 )

Note that the division by Hi (R|di+1 ) ensures that u can be any value in

[0, 1]. As before, u is chosen with uniform probability in [0, 1] and then the
equation is solved numerically for di .
Algorithm 6 is used to generate a confined polygon of length N.

Algorithm 6. Generate a confined polygon of length N
Input: Length of confined polygon N and radius R of the confining sphere
Output: Confined polygon of length N
Set XN to {0, 0, 0}
Randomly choose XN −1 on the unit sphere around XN
for each j from 2 to N-2 do
Select u with uniform probability from [ 0, 1]
H(dN −j |dN −j+1 )
for dN −j
Solve the equation u = min 1,H(R|d
{
N −j+1 )}
Determine the circle cj where SdN −j (O) and S1 (XN −j+1 ) intersect
Randomly choose XN −j on cj
end for
Randomly choose X1 on the circle where S1 (O) and S1 (X2 ) intersect
Close the polygon with X0 = XN

Note:
In Algorithm 6, the H in H(dN −j |dN −j+1 ) has no subscript because otherwise
the formula would be too long. It should read HN −j (dN −j |dN −j+1 ).
Hi (x|y)  [0, 1] for i > 1 and x, y > 0 and Hi (R|di+1 ) = 1 for di+1 ≤ R − 1,
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and thus using min {1, Hi (R | dN −j+1 )} implements both cases.
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5

Volumizing the segments of walks and polygons
This chapter discusses how to volumize random walks and polygons. An

approach is introduced that adds volume to all the segments in a walk or a polygon.
Section 5.1 gives an overview of thick walks and polygons. Section 5.2 explains the
approach used to volumize walks and polygons after the generation of a whole walk
or polygon which does not affect the position of vertices. Section 5.3 discusses the
accept-reject method developed in this thesis to volumize walks or polygons while
generating the vertices of walks or polygons.
Most importantly, the approach in this chapter generates walks and polygons
with thickness with volume exclusion among non-adjacent segments in confinement.
This approach is developed to investigate the effects on types of walks or polygons
generated if volume is added during the generation of the walk or polygon. The rest
of the chapter refers to polygons while explaining the process of volumizing the
segments; the same processes can also be applied to add volume to walks. The
polygons that have a volume are referred to as thick polygons in the rest of the
thesis.

5.1

What is a thick polygon?
This section explains the term thick segment, and gives the definition of a

thick polygon.
In order to define a thick polygon, a naming convention for the segments is
introduced since the thickness of a polygon is determined in terms of the thickness
of its segments. Given a random polygon of length N, each Si represents a segment
joining the vertices Xi and Xi+1 for 0 ≤ i ≤ N − 1.
A thick segment Si of thickness ri is the set of all points which are at a
distance d less than or equal to ri from the segment Si . Intuitively, a thick segment
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Si is a regular segment with a volume given to it by adding a cylinder whose axis is
the regular segment Si and radius is ri , and hemispheres of radius ri as either ends
of the segment whose centers are Xi and Xi+1 respectively. Note that the volume of
two consecutive segments overlap. ri is called the radius of the thick segment Si .
A thick polygon of length N and thickness rt is a polygon of length N such
that each thick segment Si in the polygon has a thickness rt , and pairs of
non-consecutive thick segments do not intersect. We call rt the radius of the thick
polygon.
The next sections discuss the approach used to generate a thick polygon.

5.2

Determining the thickness of an existing polygon
This section explains the approach used to determine the thickness of a given

polygon.
The maximal thickness rit of a thick segment Si is the largest value for the
radius ri of the thick segment Si , such that the thick segment Si of radius ri does
not intersect with any other non-adjacent thick segment Sj with radius ri . In the
definition of rit , intersections of the thick segment Sj (j 6= i) with radius ri and the
thick segment Sp (p 6= i) with radius ri are ignored. The maximal thickness rp of a
polygon is the minimum over all rit values.
The approach discussed here determines the maximal thickness rp of a
polygon by computing the minimum distance dij between all pairs of non-adjacent
segments (Si , Sj ), where i and j are not consecutive. The maximal thickness rp of
the polygon then becomes half of the minimum distance dij .
The outline of the algorithm to determine the thickness rp of existing
polygons is given in Algorithm 7. The first for loop in the algorithm is used to find
the maximal thickness for the first segment of the polygon S0 by computing the
minimum distance d0j between S0 and Sj where 2 ≤ j ≤ N − 2. The second for loop
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in the algorithm is used to find the maximal thickness for each Si (1 ≤ i ≤ N − 2) by
computing the minimum distance dij between Si and Sj , where (i + 2 ≤ j ≤ N − 1).

Algorithm 7. Determine thickness rt of a given polygon
Input: Polygon of length N
Output: Thickness rt of the polygon
set min ← 100
i←0
for each j from 2 to N-2 do
compute the minimum distance dij between segments Si and Sj
if dij < min then
set min ← dij
end if
end for
for each i from 1 to N-3 do
for each j from i+2 to N-1 do
compute the minimum distance dij between segments Si and Sj
if dij < min then
set min ← dij
end if
end for
end for
return min
Note:
The segments S0 and SN −1 are adjacent for polygons but not for walk. Thus,
modifying Algorithm 7 to apply to walks requires that d0(N −1) is included in the
first for loop.
Making a polygon thick after it is generated with the original random
polygon algorithm does not change any characteristics of the vertex set of generated
polygons. An algorithm is needed which considers the thickness of segments during
the generation process of the polygon, in such a way that on average the generated
polygons have a larger thickness than the average thickness computed for the
already generated polygons. The next section discusses an approach which realizes
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such an algorithm.

5.3

Generating a thick polygon
This section discusses how the realizable thickness of the already generated

segments of the polygon influences the generation of the remaining segments in the
polygon.
The term realizable thickness is synonymous with maximal thickness.
This approach uses an accept-reject method which determines whether a just
generated vertex is accepted or rejected based on the maximal thickness it would
allow. For each vertex Xi that is generated, an accept-reject function is applied to
check if that vertex is acceptable. If the vertex is rejected, the process is repeated
and another vertex is generated until one is accepted and kept.
A pdf called ft is used to specify a preferred thickness range and the
algorithm accepts segments based on this pdf. The vertex is accepted or rejected
based on the comparison of a thickness randomly selected based on the pdf ft and
the maximal thickness for the segment created by the new vertex. For each accepted
vertex, this approach determines the largest thickness of this segment and all other
already generated segments. If the maximal thickness is ri , and rb is the thickness
that is computed by using the pdf ft , then if ri > rb , the new vertex (and segment)
is accepted in Algorithm 8.
This accept-reject method is applied for each vertex being generated in the
polygon. Algorithm 8 returns the maximal thickness ri for each segment Si for each
accepted vertex Xi that is being generated. The thickness rp then becomes the
minimum from all the values of maximal thicknesses computed for all the segments
that can be applied to all the segments of the polygon. Note that this type of
accept-reject algorithm can be applied to both confined and unconfined polygon
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Algorithm 8. Accept-reject function for a thick segment
Input: Walk W and the new end point Xi
Output: Maximal thickness ri if the segment Si if Xi is accepted
-1 otherwise

Compute thickness ri of the walk W extended by Xi
Pick a random thickness rb using the pdf ft
if ri > rb then
return ri
else
return -1
end if
generation.
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6

Results
This chapter presents the data collected by generating walks and polygons

with various radii and various lengths. It also includes walks and polygons that are
generated with and without thickness. The walks and polygons are generated for
radii of confinement being R = 1, 1.5, 2, 3 and lengths being 10, 20, 30 and 50. For
each radius and each length, a set of 10000 walks is generated with thickness using a
pdf with uniform distribution for the preferred thickness range (using Algorithms 3
and 8), another set of 10000 walks is generated without thickness (using Algorithm
3), a set of 10000 polygons is generated with thickness using a pdf with uniform
distribution for the preferred thickness range (using Algorithm 6 and Algorithm 8)
and another set of 10000 polygons is generated without thickness (using Algorithm
6). The data collected is used to assess the effects of the algorithms discussed in
chapters 3, 4 and 5. This chapter analyzes various features of walks and polygons by
comparing the results obtained when generated with thickness with the results
obtained when generated without thickness.
Section 6.1 tries to answer the question whether the algorithm presented in
chapter 5 in fact leads to thicker polygons. To address the question, the section
investigates the average realizable thickness of walks and polygons generated with
and without thickness. Section 6.2 tries to answer the question whether the walks
and polygons generated using the algorithm from chapter 5 generated different
polygons. To address this question, section 6.2 investigates the distribution of
vertices of walks and polygons inside the confinement for various radii and lengths.
Section 6.3 tries to answer the question of what the computational cost is of using
the accept-reject algorithm discussed in chapter 5 to generate thick walks and
polygons. To address this question section 6.3 investigates the average number of
rejections per vertex when generating walks and polygons with thickness.
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6.1

Average realizable thickness
This section analyzes the average realizable thickness for walks and polygons

generated with and without thickness to see if the walks and polygons generated
with thickness have a larger thickness than the walks and polygons generated
without thickness. The realizable thickness is determined for each of the walks and
polygons generated and the average of these realizable thicknesses is computed for
each complete set of walks and polygons generated with and without thickness.
Figure 11 on the left shows the plot of the average realizable thickness for
walks generated with and without thickness for various radii and lengths. Figure 11
on the right is the plot of average realizable thickness for polygons generated with
and without thickness for the same lengths and radii as the walks. The horizontal
axis represents the radius of confinement and the vertical axis represents the average
thickness. The thick lines represents the plot for walks and polygons that are
generated with thickness and the dashed lines represent the plot for walks and
polygons that are generated without thickness. The lines shown in red, green, blue
and purple represent the plot of average realizable thickness for lengths 10, 20, 30
and 50 respectively.

Figure 11: Left: Comparison of average realizable thickness for walks generated with
and without thickness. Right: Comparison of average realizable thickness for polygons
with and without thickness.
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Observations
The average realizable thickness for walks and polygons generated with
thickness is always larger than the realizable thickness for walks and polygons
generated without thickness for the same lengths and radii respectively. This means
that the algorithm used to generate walks and polygons with thickness indeed does
generate thicker walks and polygons even when a simple pdf is used to generate
walks and polygons with thickness. This is validation that Algorithm 8 in fact
increases the thickness of the walks it generates.
In Figure 11 for both walks and polygons, it can be seen that the average
realizable thickness for both the walks generated with and without thickness is
decreasing with increasing length for the same radii. It is also clear that the average
realizable thickness is increasing with an increase in the radius of confinement for
the same length.
Table 1 presents the average realizable thicknesses for walks generated with
and without thickness corresponding to the results shown in Figure 11 on the left.
From the plot for walks generated with thickness represented with thick lines, the
maximum average realizable thickness is found for radius 3 and length 10 and the
lowest is observed for radius 1 and length 50. From the plot for walks generated
without thickness represented with dashed lines, the maximum average realizable
thickness is found for radius 3 and length 10 and the lowest is observed for radius 1
and length 50.

34

Table 1: Average realizable thickness for walks
length
10
20
30
50

R=1
0.072
0.025
0.013
0.006

with thickness
R=1.5 R=2
0.149
0.197
0.066
0.107
0.039
0.069
0.019
0.038

R=3
0.242
0.149
0.106
0.068

without thickness
R=1
R=1.5 R=2
0.025 0.064
0.099
0.005 0.017
0.032
0.002 0.007
0.015
0.0007 0.003
0.006

R=3
0.137
0.052
0.027
0.012

Table 2 presents the average realizable thickness for polygons generated with
and without thickness corresponding to the results shown in Figure 11 on the right.
From the plot for polygons generated with thickness represented with thick lines,
the maximum average realizable thickness is found for radius 3 and length 10 and
the lowest is observed for radius 1 and length 50. For lengths 10, 20, 30 and 50, the
realizable thickness has increased from radius 1 to radius 3 respectively. From the
plot for polygons generated without thickness represented with dashed lines, the
maximum average realizable thickness is found for radius 3 and length 10 and the
lowest is observed for radius 1 and length 50.
Table 2: Average realizable thickness for polygons
length
10
20
30
50

R=1
0.066
0.021
0.011
0.005

with thickness
R=1.5 R=2
0.131
0.172
0.057
0.093
0.034
0.06
0.017
0.034

R=3
0.195
0.127
0.093
0.061

without thickness
R=1
R=1.5 R=2
0.027 0.059
0.085
0.005 0.015
0.028
0.002 0.007
0.014
0.0007 0.003
0.005

R=3
0.101
0.044
0.023
0.01

To better observe the difference between the average realizable thickness for
walks and polygons generated without thickness and the average realizable thickness
of walks and polygons generated with thickness, the ratios of the average realizable
thickness with thickness over the average realizable thickness without thickness are
computed. These ratios are plotted with respect to the radii and the length of each
walk and polygon generated with and without thickness as shown in Figure 12.
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Figure 12: Ratios of average realizable thicknesses (art) for walks and polygons. The
ratios are the art of entities generated with thickness over the art of entities generated
without thickness. Left: Ratios of average realizable thicknesses for walks. Right:
Ratios of average realizable thicknesses for polygons.

Figure 12 on the left shows the plot for walks and Figure 12 on the right shows the
plot for polygons.
From Figure 12, it can be seen that the ratio is highest for the lowest radius
(R = 1) and length being 50. For both walks and polygons, the ratio is decreasing
with increasing radii for the same length. Similarly, the ratio is increasing with
increasing length for the same radii. This means that the ratio of the average
realizable thickness between walks generated with and without thickness is higher
for lengthier walks and with lower radii; that is the average realizable thickness is
relatively larger for more tightly packed walks and polygons with thickness.
Another way to interpret Figure 12 is to say that the bias towards thick
walks and polygons is more pronounced in tighter confinement and with longer
walks and polygons. This makes perfect sense since shorter walks and polygons that
are not strongly confined are more naturally thick.

6.2

Vertex Distribution
This section presents the results of the vertex distribution inside the

confinement sphere for walk and polygons. The goal is to see how the walks and
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polygons generated with thickness differ from the walks and polygons generated
without thickness.
The question to be addressed is how thickness effects the vertices and
segments of walks and polygons distributed in the sphere. This is done by analyzing
the distribution of the vertices inside the confinement sphere for walks and polygons
that are generated with and without thickness. More precisely, this section includes
the graphical results that represent the distributions of the distances of all the
vertices from the origin inside the confinement for all the sets of walks and
polygons. The distances of all the vertices (except X0 and X1 for walks and X0 , X1 ,
XN −1 and XN for polygons since those distances are always 0 or 1) from the origin
are computed from the generated data and are plotted as histograms. Since there
are different number of vertices in each walk or polygon, the frequencies are
different for different lengths and it is hard to compare them. In order to generate
comparable plots for different lengths, these histograms are normalized. Using a
normalized histogram means that the total area for each histogram is normalized to
one. In this way, different walks and polygons with different lengths can be
compared with each other.
Figure 13 shows the vertex distribution of walks of length 50 with and
without the thickness for radius 1, 1.5, 2, 3. The normalized histogram shown in
blue (darker) color is the vertex distribution of walks generated with thickness. The
normalized histogram shown in red (lighter) color is the vertex distribution of walks
generated without thickness. The intersection of the two histograms is shown in
purple (very dark) color.
From Figure 13, it can be seen that the distribution of vertices for walks
generated with thickness is less in the center of the sphere and denser close to the
boundary of the confinement sphere. This observation makes perfect sense: the
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Figure 13: Vertex distributions for walks with and without thickness R = 1, 1.5, 2, 3
and length 50.

Figure 14: Vertex distributions for polygons with and without thickness R = 1, 1.5,
2, 3 and length 50.
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largest volume in the confinement sphere is close to the boundary, the smallest
volume is in the center. Thus, one would expect that a bias for thickness pushes the
walks to the boundary of the confinement sphere.
A similar plot of the vertex distributions is generated for polygons as shown
in Figure 14. As for walks, it can be seen that the distribution of vertices for
polygons generated with thickness is less towards the center of the sphere and is
denser close to the boundary of the confinement when compared to polygons
without thickness.
To observe the vertex distribution results of polygons generated with and
without thickness more closely, the areas of the red, blue and purple colors are
considered. Remember that the red normalized histogram occupies an area of 1 and
so does the blue normalized histogram which means the area which looks red and
the area which looks blue is (up to a small numerical error) the same. Table 3 shows
the area of the purple color which is the area where the distributions overlap and
the area of the blue color which shows the area of distribution that is pushed
towards the boundary for polygons generated with thickness.
Table 3: Ratios of individual colored areas to the total colored area for polygons with
length 50
Radius
R=1
R=1.5
R=2
R=3

Purple
0.922
0.923
0.929
0.929

Blue or red
0.078
0.077
0.071
0.071

We observe that regardless of the confinement radius, the percentages remain
roughly constant with the purple area at about 92% and the blue or red areas at
about 7%. At this point it is unclear if the slight increase in the purple area (with
increasing R) and the corresponding decrease of the percentages for the blue or red
areas have any significance or are just an artifact of a random sample.
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Figure 15: Left: Average rejection count for walks with thickness. Right: Average
rejection count for polygons with thickness.

6.3

Average rejection count for walks and polygons
generated with thickness
In this final section about the results of this thesis, the average rejection

counts for various walks and polygons are discussed. The average rejection count is
a measure of the computational cost of the accept-reject algorithm developed in
Chapter 5.
The rejection count of a vertex refers to the number of vertices that were
rejected before the accepted vertex was generated. The rejection counts for all the
vertices in all the walks and polygons with the same confinement radius and lengths
are averaged. The numbers were divided by the number of vertices in the walk or
polygon and should be thought of as the number of rejections per vertex that needed
to be generated. These average counts of walks and polygons are compared for
different lengths and radii.
Figure 15 on the left shows the plot of the average counts for walks; and
Figure 15 on the right is the plot of average counts for polygons. The horizontal
axis represents the radius of confinement and the vertical axis represents the average
count. The lines shown in red, green, blue and purple are for lengths 10, 20, 30 and
50 respectively.
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Table 4 shows the list of average rejection counts for walks and polygons
generated with thickness. As expected for both walks and polygons, the smallest
average rejection count is at radius 3 with length 10 and the highest average
rejection count is at radius 1 and length 50.
Table 4: Average rejection counts for walks and polygons generated with thickness
Average rejection count
length R=1
R=1.5 R=2
10
8.219 4.569
3.672
20
13.924 6.126
4.336
30
19.506 7.717
5.01
50
30.59 10.817 6.305

for walks
R=3
3.078
3.435
3.727
4.132

Average rejection count
R=1
R=1.5 R=2
7.704 4.785
3.947
13.42 6.337
4.557
19.236 7.866
5.211
30.366 11.095 6.505

for polygons
R=3
3.652
3.729
3.92
4.299

The results clearly show that the average rejection count increases with
increasing length for the same radius in all the cases. In general, the highest average
rejection count is noted for long walks and polygons in confining spheres with the
smallest radius.
The average rejection count decreases as the radius is increasing for the same
length. This is because the smaller confining spheres have less volume than larger
confining spheres, and the number of rejections is therefore larger for smaller
confining spheres when compared with larger confining spheres (if the same number
of vertices are generated) since segments are spread out more in larger confinements.
The percentages of decrease in average rejection counts for different lengths and
increasing radii are computed to observe the results more closely. Table 5 shows the
percentage decrease in the average rejection counts for walks and polygons. For
both walks and polygons, the average rejection counts decrease with increasing radii
for the same length. The highest percentage of decrease is observed from radius 1 to
1.5 for length 50.
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Table 5: Percentage decrease in average rejection counts for walks and polygons
generated with thickness
walks
length R=1 → 1.5 R=1.5 → 2
10
44.41
19.64
20
56
29.23
30
60.43
35.08
50
64.64
41.71

polygons
R=2 → 3 R=1 → 1.5 R=1.5 → 2
16.16
37.89
17.51
20.77
52.79
28.09
25.62
59.11
33.76
34.46
63.46
41.37
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R=2 → 3
7.49
18.17
24.77
33.91

7

Conclusion
In this thesis, the main focus was to extend existing algorithms which

generate walks and polygons without thickness, by developing and implementing
algorithms which generate walks and polygons with thickness. In this thesis, the
effects of algorithms to generate thick walks and polygons in spherical confinements
are summarized.
From the walks and polygons that are generated using a simple pdf, the
results clearly showed that both the walks and polygons generated with thickness
are thicker when compared to walks and polygons generated without thickness. The
vertex distribution results of walks and polygons clearly showed that there is a
difference in the locations of the vertices of walks and polygons when generated with
thickness. The vertices of thick walks and polygons are pushed more towards the
boundary of the confinement when compared with walks and polygons generated
without thickness. The computational cost of the algorithms to generate thick walks
and polygons is shown using the average rejection count per vertex of each sample
set for various radii of confinement and various lengths of walks and polygons. The
results showed that the average rejection count is larger for lengthy walks and
polygons in smaller confinements. This research can be extended to generate thick
walks and polygons using different probability density functions for the preferred
thickness range (for the walks or polygons to be generated) in the accept-reject
function and observe the effects of the different probability density functions on the
generated walks and polygons.
A further mathematical analysis to improve the developed algorithms to
generate polygons or walks with their true probability density function is a useful
study. The development of the current accept-reject function does not address this.
One could also study geometric features such as torsion and total curvature
of random polygons generated with thickness with respect to varying confinements
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and lengths of polygons. The effect of varying confinement and thickness on the
knot spectrum in random polygons is also an interesting area to work on.
The topological features such as the knot spectrum in equilateral random
polygons with thickness could be compared to the topological features of actual
DNA in a virus capsid. The experiments of Arsuaga et. al. (Varela, Hinson,
Arsuaga & Diao, 2009) make much experimental data available for comparisons.
Any such comparison involves identifying specific types of knot structures from the
data samples generated and compare them to the experimental results. Such work is
outside the scope of a masters thesis.
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