Distance measurement using sensors of mobile phone by Hubr, Ivo
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA ELEKTROTECHNIKY A KOMUNIKAČNÍCH TECHNOLOGIÍ
ÚSTAV TELEKOMUNIKACÍ
FACULTY OF ELECTRICAL ENGINEERING AND COMMUNICATION
DEPARTMENT OF TELECOMMUNICATIONS
MĚŘENÍ VZDÁLENOSTI POMOCÍ SENZORŮ MOBILNÍHO TELEFONU
DIPLOMOVÁ PRÁCE
MASTER'S THESIS
AUTOR PRÁCE Bc. IVO HUBR
AUTHOR
BRNO 2013
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA ELEKTROTECHNIKY A KOMUNIKAČNÍCH
TECHNOLOGIÍ
ÚSTAV TELEKOMUNIKACÍ
FACULTY OF ELECTRICAL ENGINEERING AND COMMUNICATION
DEPARTMENT OF TELECOMMUNICATIONS
MĚŘENÍ VZDÁLENOSTI POMOCÍ SENZORŮ
MOBILNÍHO TELEFONU
DISTANCE MEASUREMENT USING SENSORS OF MOBILE PHONE
DIPLOMOVÁ PRÁCE
MASTER'S THESIS
AUTOR PRÁCE Bc. IVO HUBR
AUTHOR
VEDOUCÍ PRÁCE doc. Ing. IVO LATTENBERG, Ph.D.
SUPERVISOR
BRNO 2013
VYSOKÉ UČENÍ
TECHNICKÉ V BRNĚ
Fakulta elektrotechniky 
a komunikačních technologií
Ústav telekomunikací
Diplomová práce
magisterský navazující studijní obor
Telekomunikační a informační technika
Student: Bc. Ivo Hubr ID: 106480
Ročník: 2 Akademický rok: 2012/2013
NÁZEV TÉMATU:
Měření vzdálenosti pomocí senzorů mobilního telefonu
POKYNY PRO VYPRACOVÁNÍ:
Vytvořte aplikaci pro operační systém Android umožňující měření vzdálenosti v budovách, tedy bez
použití GPS. Pro určení vzdálenosti využívejte data získaná ze senzorů obsažených v chytrých
mobilních telefonech. Umožněte dva módy měření - zaznamenávání trasy na principu krokoměru a
kompasu a druhý mód na principu trigonometrie využívající fotoaparát a data z inklinometru.
DOPORUČENÁ LITERATURA:
[1] MURPHY, M. L.  Android 2 Průvodce programováním mobilních aplikací, Nakladatelství Computer
Press, a.s. 2011, 376 stran, ISBN 978-80-251-3194-7
[2] Portál Android developer [online]. [cit. 8. 10. 2012]. Dostupné z:
<http://developer.android.com/index.html>
Termín zadání: 11.2.2013 Termín odevzdání: 29.5.2013
Vedoucí práce: doc. Ing. Ivo Lattenberg, Ph.D.
Konzultanti diplomové práce:
prof. Ing. Kamil Vrba, CSc.
Předseda oborové rady
UPOZORNĚNÍ:
Autor diplomové práce nesmí při vytváření diplomové práce porušit autorská práva třetích osob, zejména nesmí
zasahovat nedovoleným způsobem do cizích autorských práv osobnostních a musí si být plně vědom následků
porušení ustanovení § 11 a následujících autorského zákona č. 121/2000 Sb., včetně možných trestněprávních
důsledků vyplývajících z ustanovení části druhé, hlavy VI. díl 4 Trestního zákoníku č.40/2009 Sb.
ABSTRAKT
Vzdálenost a s ní související parametry mohou být měřeny konkrétními senzory mobil-
ního zařízení. Úvod práce se zaměřuje na popis těchto senzorů a vlivů na jejich přes-
nost. K měření vzdálenosti existuje řada vhodných postupů, které jsou v práci popsány
a demonstrovány zdrojovými kódy realizované aplikace pro platformu Android. Projekt
pracuje celkem se třemi senzory, kterými jsou akcelerometr, magnetometr a fotoaparát.
Hlavním cílem této práce je definice a aplikace metod pro měření vzdálenosti použitím
příslušných senzorů.
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ABSTRACT
Distance and the associated parameters can be measured by specific sensors mobile de-
vice. Introduction The work focuses on the description of the sensors and the effects
on their accuracy. To measure the distance, there is a number of good practices, which
were described and demonstrated the application implemented source code for the An-
droid platform. The project works with a total of three sensors, namely accelerometer,
magnetometer and camera. The main objective of this work is the definition and appli-
cation of methods for measuring distance using the appropriate sensors.
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ÚVOD
Diplomová práce se zaměřuje na popis metod pro měření vzdálenosti pomocí sen-
zorů, vestavěných v chytrých mobilních telefonech (vyjma použití technologie GPS).
Technologie Wi-Fi není v práci zahrnuta, jelikož lze pomocí ní dosáhnout data ob-
dobné ne-li stejné přesnosti, jako jsou výstupy GPS. Práce se mimo jiné zaměřuje
i na softwarovou interpretaci dat získaných pomocí senzorů. Zvláštní pozornost je zde
věnována fotoaparátu, akcelerometru a magnetometru.
Senzor (nebo také snímač) je výraz vycházející z anglického jazyka (angl. sensor).
Obecně jde o specializovaný zdroj informací pro řídící systém. V užším slova smyslu
je to technické zařízení, které měří konkrétní fyzikální veličinu a převádí ji na sig-
nál, který může být dálkově přenášen a dále využit v měřicích a řídicích systémech.
Hlavními parametry senzorů jsou citlivost, práh citlivosti, dynamický rozsah, re-
produkovatelnost (dle odchylky naměřených hodnot jedné veličiny) a chyby senzoru
(aditivní, multiplikativní). Výstupní hodnota senzoru je povětšinou daná rozdílem
napětí či proudu od nuly, kterou je ovšem třeba určit.
Implementace algoritmů pro zpracování senzorových dat je demonstrována přilo-
ženou aplikací pro operační systém Android. Funkčnost jednotlivých metod se může
lišit v závislosti na verzi systému, instalované v zařízení. S vývojem novějších verzí
operačního systému Android se totiž také rozšiřují možnosti softwarového přístupu
k jednotlivým senzorům.
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1 SENZORY A VLIVY NA PŘESNOST MĚŘENÍ
Polovodičové technologie se vyvíjejí obrovským tempem a těch několik senzorů, které
jsou dostupné v současných mobilních zařízeních, brzy zastoupí další, přesnější. K
dispozici je nyní několik následujících snímacích zařízení, která jsou ovšem jako
každé jiné reálné zařízení postihnutelná chybou měření a data na jejich výstupech
mohou být v důsledku toho částečně či zcela znehodnocena. Tato degradace může
být způsobena nedostatky technického vybavení, vlivem okolního prostředí nebo
lidským faktorem, popř. chybným nastavením snímače.
1.1 Fotografický senzor
Fotoaparát pracuje v režimu reálného času (angl. realtime) a je schopen pořídit
statický snímek o kvalitě podle své technické vybavenosti. Na kvalitu výstupních
dat tohoto senzoru může mít vliv řada faktorů.
 Parametry
– vzdálenost zdroje měření od zaměřovaného objektu v řádech cen-
timetrů, metrů, kilometrů má adekvátní vliv na přesnost;
– zaostření na objekt;
– přiblížení (angl. zoom) je u mobilních zařízení řešeno pouze digitální
(nikoli optickou) cestou. Děje se tak výřezem z celkové fotografie o roz-
lišení, které je fotoaparát schopen vyprodukovat. Tento faktor má vliv
v závislosti na zvolené měřicí metodě;
 Nežádoucí vlivy
– chybná nastavení , např. barevné filtry nebo režimy;
– nedostatky technického vybavení , např. nedostatečné funkcionalita,
poruchy, podpora softwarového přístupu;
– vlivy okolního prostředí (povětrnostní podmínky, mlha, nedostatečný
osvit okolí) a z toho vyplývá, že v otevřeném terénu je dosahováno méně
přesných hodnot než v interiéru;
– neustálený pohyb (s ohledem na obnovovací frekvenci), což lze vyřešit
umístěním fotoaparátu na stativ nebo statickým přidržením obrazu.
1.2 Akcelerometr
Akcelerometr je velmi citlivá polovodičová součástka popisovaná zkráceně MEMS
(angl. microelectromechanical system). Struktura a funkce MEMS akcelerometru
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je založena na proměnné kapacitě tříelektrodového vzduchového kondenzátoru. [25]
Toho je dosahováno díky známé nelineární závislosti kapacity 𝐶 na velikosti vzdu-
chové mezery 𝑑, resp. vzdálenosti elektrod kondenzátoru dle vztahu (1.1)
𝐶 =
𝑥.𝑆
𝑑
, (1.1)
kde 𝑥 je konstanta a 𝑆 plocha elektrod. Je-li tedy jedna z elektrod pohyblivá a závislá
na působícím zrychlení, vnikne tak kapacitní akcelerometr. Tato struktura je rela-
tivně snadno realizovatelná. Důležité je ovšem zajistit dostatečně citlivý lineární
převod akcelerace na mechanický pohyb. Tím je totiž určen měřicí rozsah senzoru
(resp. minimální a maximální zrychlení).
Akcelerometr je senzor určený k měření akcelerace nebo též zrychlení. Jde o cha-
rakteristiku pohybu popisující způsob změny rychlosti tělesa v čase. Zrychlení je
obecně (i dle dokumentace pro systém Android) udáváno v jednotkách m/s2. Lze
se ovšem setkat i s případy, kdy je akcelerace udávána v jednotkách tíhového zrych-
lení (označovaného písmenem g), z čehož vyplývá vztah 1 g = 9,80665 m/s2. V praxi
tento senzor představuje významnou příležitost pro shromažďování údajů o pohybu
nositele mobilního zařízení. [15] Podle dat získaných z akcelerometru je totiž možné
automaticky rozpoznávat různé činnosti (např. běh, chůzi, stání).
x
y
z
Obr. 1.1: Soustava os akcelerometru.
Tento senzor měří charakteristiku pohybu ve třech osách dle obrázku 1.1 v po-
době síly a vibrací. Právě vlivem vibrací vzniká rušení, které ubírá senzoru při jeho
vysoké citlivosti na přesnosti a to zejména při měření na krátkých vzdálenostech.
Tyto nežádoucí vlivy lze do jisté míry odfiltrovat (využitím integrační či derivačního
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filtru nebo pásmové propusti), přesto ovšem není přesnost měření zajištěna. Exis-
tuje již široká škála akcelerometrických čipů používaných v současných mobilních
zařízeních, jako například:
 MMA7260QT - nízkonákladový kapacitní mikročipový akcelerometr se sta-
bilizací napěťového výstupu, jednopólový integrační filtr, kompenzaci teploty
a čtyřstupňové nastavení citlivosti [4];
 ADXL335 - malý, tenký nízkovýkonový čip s napěťovou stabilizací o měřícím
rozsahu ±3 g, měřící dynamické i statické gravitační zrychlení [2];
 ADXL320 - nízkonákladový a nízkovýkonový dvouosý akcelerometr s napě-
ťovou stabilizací a měřicím rozsahem ±5 g v samostatném integrovaném ob-
vodu [1];
 BMA180 - vysokovýkonový digitální akcelerometr s přepínatelným rozsahem
a šířkou pásma, s integrovaným teploměrem, vyvíjený společností Bosch [3];
 MXC6226XC - nejmenší1 (1, 17× 1, 7× 1, 0 mm) dvouosý plně integrovaný
termální akcelerometr na světě.
 MMA7330L [5], MMA7340L [6], MMA7360L [7] a další.
Tyto senzory jsou využívané k úkonům, jako je stabilizace obrazu, posouvání
(rolování) textu, jsou ovšem zahrnuty i pro úkony, ke kterým je třeba informace
o úhlové výchylce, jako je detekce natočení displeje a realizace digitálního kompasu.
Takřka veškerá současná využití akcelerometru v mobilních telefonech se tedy týkají
konkrétního zařízení, které je konfigurované tak, že je „slepé“ vůči svému okolí. Podle
toho také vypadají výstupy akcelerometru při pohybu zařízením po zdánlivě hladké
křivce. Jsou totiž zatížena chybovostí dat, většinou způsobenou trhavými pohyby
(příp. nárazy a otřesy) nebo právě již zmíněnými vibracemi. Proto je právě u tohoto
senzoru ztrátovost potenciálu dat tak vysoká a ani filtrační metody neuvedou veškerá
data do použitelného stavu. Každá chybějící hodnota ovlivní přesnost měření a proto
je důležité získávat ze senzoru data v co nejkratších intervalech.
1.3 Inklinometr
Inklinometr nebo také sklonoměr je senzor určený k měření úhlové výchylky, udá-
vané ve stupních, minutách a sekundách. [10] Tento parametr je využíván v řadě
odvětví, od letectví přes vojenský průmysl a robotiku až po geologii. Vedle akcelero-
metru je často inklinometr považován za přesnější, jelikož není tolik zatížen chybou
1publikováno ke dni 1.1.2012 na webu http://www.electronicproducts.com společnosti Hearst
Business Communications.
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měření. V praxi jde ovšem o virtuální snímač a v mobilních zařízeních slouží pro na-
stavení orientace a úhlu natočení displeje. Tento senzor ke zjištění své orientace
(v případě systému Android) implementuje výstupní data akcelerometru a magne-
tometru, čímž je pro jednoduché úkony částečně eliminována chyba měření typická
pro akcelerometr. Lze tak s poměrně dobrou přesností měřit rotaci (sklon) pro tři
osy.
Podobně jako v případě akcelerometru, i zde je používána soustava tří os, kolem
kterých je měřena úhlová výchylka, přesněji dle obrázku 1.2. Toto pořadí os je ovšem
platné v případě, je-li zařízení v klidovém stavu, tzn. zády na podložce a displejem
vzhůru.
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Obr. 1.2: Platná soustava pro měření rotací pro inklinometr.
1.4 Magnetometr
Magnetometr měří ve třech osách složku lokálního magnetického pole, které je zde
tvořeno součtem geomagnetického pole a také polem, které je tvořeno okolím a jeho
parametry. [22] Nejčastějšími realizacemi magnetometru jsou digitální kompas, tri-
kordér (angl. tricorder) a gyroskop (ve spolupráci s akcelerometrem). Zatímco kom-
pas měří směr vzhledem k magnetickému poli Země, gyroskop obsahuje setrvačník,
který zachovává polohu osy své rotace v inerciálním prostoru. Tyto virtuální sen-
zory (resp. interpretace dat magnetometru) tedy rozšiřují povědomí o umístění za-
řízení ve vztahu k fyzickému světu z hlediska směru a orientace.[12] Trikordérem je
zde označeno zařízení schopné měřit reakci magnetometru na magnetické materiály
v dosahu zařízení. Pořadí os, okolo nichž jsou úhlové výchylky měřeny je stejné jako
15
v případě inklinometru. V praxi nelze s těmito senzory měřit vzdálenost, pouze ur-
čit směr, kterým se zařízení pohybuje. Vzhledem k tomu, že lidské pohyby nastávají
při nízkých frekvencích, šum spektrální hustoty pod 10 Hz, je důležitým faktorem
výkonu. Vyšší hodnota šumu pak narušuje schopnosti senzoru odhalit drobné změny,
nebo jemné pohyby. [23] Na aplikace magnetometru má pochopitelně nežádoucí vliv
i výskyt permanentních magnetů a elektromagnetických polí v okolí. Pokud zařízení
dovede rozpoznat svou hrubou geografickou polohu, může být aplikace kompasu
schopna srovnat odchylky magnetického a skutečného severu.
Obecně je známo pět principů, podle kterých současné magnetometry pracují,
přičemž každá z těchto metod má své přednosti a nedostatky. Jedním z klíčových
faktorů pro magnetometry je citlivost. Při projektování magnetometru s vyšší šířkou
pásma dochází v důsledku rušení k degradaci citlivosti. Tu je pak možné zlepšit pří-
davným elektronickým obvodem pro zpracování signálu nebo užitím softwarových
algoritmů, což má ovšem za následek zvýšení nákladů, velikosti a spotřeby. Všechny
tyto parametry jsou rozhodující pro implementaci do mobilního zařízení. Některé
magnetometry využívají samostatně dva až tři akcelerometrické čipy v kombinaci
s magnetickým snímacím čipem a oba jsou uloženy ve větším pouzdře. Oproti tomu
jiné (novější) magnetometry jsou jednočipová zařízení zahrnující všechny funkce
v jednom čipu. Poznatky o následujících principech jsou čerpány z [23] a [13].
1.4.1 Hallova sonda
Nejběžnější metodou je Hallova sonda (angl. Hall effect sensor), převodník prová-
dějící změnu svého výstupního napětí v závislosti na změnách magnetického pole.
Výrobní náklady jsou nízké, ovšem ve srovnání s jinými alternativními metodami
podává nižší výstupní signál, má poměrně nízkou citlivost a teplotní stabilitu. Citli-
vost takového magnetometru může být zvýšena s využitím tzv. magnetoproudového
koncentrátoru (angl. magnetic-flux concentrator), což má ovšem za následek zvět-
šení celkové plochy senzoru. Koncentrátor také zavádí hysterezní účinky, potenciální
nelinearity a především snižuje měřitelný rozsah senzoru.
1.4.2 GMR
Efekt GMR (angl. giant magnetoresistance) využívá kvantovou povahu elektronů
se dvěma spinovými stavy (nahoru, dolů). Elektrony se spinovou orientací jsou ve-
deny paralelně s vrstvou magnetické orientace. Snadno se pohybují a vytvářejí nízký
elektrický odpor. Ve své nejjednodušší formě je GMR dosaženo pomocí čtyřvrstvé
struktury složené ze dvou tenkých feromagnetických polí oddělených vodičem. Čtvr-
tou vrstvou je antiferomagnetické pole užívané k pólování nebo pozastavení rotace
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při magnetizaci feromagnetických vrstev.
Magnetometry založené na tomto principu vykazují vysokou úroveň citlivosti,
produkují silné výstupní signály, mají vysokou teplotní stabilitu, malé fyzické roz-
měry a nízký ztrátový výkon. Z hlediska výrobních nákladů lze usoudit, že GMR
magnetometry obsahují komplexní struktury náročné na výrobu, ale přesto nepatří
ve srovnání s jinými metodami mezi výrobně nejnáročnější.
1.4.3 MTJ
Metoda MTJ (angl. magnetic tunneling junction) byla objevena v roce 1990 a je za-
ložena na magnetickém tunelování spojení. Struktura MTJ je složena ze dvou fe-
romagnetik oddělených tenkou izolační vrstvou. V případě, že je vrstva (obvykle
o síle několika nanometrů) dostatečně tenká, elektrony mohou přecházet od jednoho
feromagnetika ke druhému.
Zařízení obsahuje dva elektrické kontakty, dvě magnetické a jednu izolační vrstvu.
Tunelovací proud je řízen relativní orientací magnetického pole ve volné i připojené
magnetické vrstvě. Proud dosáhne maxima, pokud mají pole v obou vrstvách stejně
polarizovaná a naopak při opačné polaritě, je proud minimální. MTJ je tedy v pod-
statě rezistor závislý na magnetickém poli.
Princip magnetického tunelování může dosahovat silných signálů s vysokou citli-
vostí a nízkým šumem, ovšem na úkor úzké šířky pásma (±1 𝜇T), vysoké spotřeby
a výrobních nákladů.
1.4.4 AMR
Anizotropní magnetoresistivní snímač (angl. anisotropic magneto-resistive sensor)
využívá tenkou vrstvu slitiny, která mění svůj odpor v závislosti na okolním magne-
tickém poli. Použitou slitinou je permalloy, což je magneticky měkký kovový materiál
obsahující přibližně 80 % niklu a 20 % železa. Elektrický odpor závisí na úhlu mezi
metalizací a směrem toku elektrického proudu. Odpor slitiny klesá pokud se směr
magnetizace otáčí od směru, ve kterém protéká proud a je nejnižší v okamžiku, kdy
jsou magnetizace a směr protékajícího proudu navzájem kolmé.
Vrstva feromagnetické slitiny je uložena na křemíkové desce a vzorovaná jako re-
sistivní pás. Vlastnosti vrstvy způsobují změnu odporu o 2 % až 3 % v přítomnosti
magnetického pole. Při typické aplikaci jsou čtyři z těchto rezistorů připojeny v uspo-
řádání Wheatstoneova můstku, které umožňuje měření hodnot magnetického pole
v konkrétním směru. Šířka měřitelného pásma je obvykle v rozmezí od 1 do 5 MHz.
Vlastnosti AMR jsou správně dimenzovány jen v případě, kdy jsou vrstvy mag-
netických domén uspořádány ve stejném směru. Tato konfigurace zajišťuje vysokou
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citlivost a dobrou přesnost opakování s minimální hysterezí. Při zpracování je vrstva
uložena v silném magnetickém poli s nastavenými preferovanými orientacemi pro-
střednictvím vektorů magnetizace pro konkrétní rezistory. Takový vektor je vždy
nastavován rovnoběžně s délkou rezistoru a může být ve vrstvě nastaven do kon-
krétního bodu v obou směrech.
Přestože princip AMR produkuje nižší úroveň výstupního signálu než jiné pří-
stupy, je pro mobilní zařízení dostačující. V porovnání s metodou využití Hallova
jevu je AMR konkurenceschopnější, jelikož poskytuje vyšší přesnost, šířku pásma
a teplotní stabilitu. Mezi typické zástupce patří miniaturní (2, 0 × 2, 0 × 1, 2 mm)
tříosé magnetometry MMC328xMA.
1.4.5 Lorentzova síla
Princip Lorentzovy síly je v současnosti nejmladší z metod pro výrobu magneto-
metrů. Využívají detekce pohybu miniaturního tyčového magnetu a mohou být vy-
ráběny na stejných deskách (angl. wafer) jako MEMS a CMOS obvody, což vede
ke snížení výrobních nákladů. Rozlišovací schopnosti na tomto principu založených
senzorů snímajících magnetické pole jsou limitovány několika faktory. Jedná se pře-
devším o rušení pocházející z detekční elektroniky a o její přirozené vysoké frekvence,
které snižují citlivost pro zrychlení.
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2 METODIKA PRÁCE SE SENZORY
Vzdálenost je parametr měřený obvykle mezi dvěma a více body, což se v případě
využití dat ze senzorů děje častěji na základě výpočtu než manuálně. Pohybuje-li
se například objekt konkrétní rychlostí v určitém časovém úseku, přesune se o měři-
telnou vzdálenost. Tato rychlost nemusí být ovšem vždy konstantní, proto je nutno
brát do úvahy i dynamické zrychlení.
Výstupní data, která je mobilní telefon schopen získat, z příslušného senzoru jsou
bez interpretace bezcenná. Senzorová data je tedy nejprve nutné určitým způsobem
zpracovat, než mohou být dále použita. Použitím příslušného filtru lze ve většině
případů ze zašuměných dat získat platné výsledky. Pro tyto účely je pochopitelně
třeba pro každý typ senzoru použít speciální metodu nebo případně kombinaci více
takových metod.
2.1 Měření fotoaparátem
Fotoaparát přenáší pouze obrazová data, která jsou v závislosti na nasvícení expozice
vcelku bezchybně zpracovatelná. Pokud je měření prováděno v režimu reálného času,
tedy bez pořízení snímku, je důležitým parametrem pouze obnovovací frekvence
zařízení, resp. interval, ve kterém jsou data ze senzoru snímána. Na taková data lze
dále použít některou z následujících metod pro měření vzdálenosti.
2.1.1 Využití triangulace
Jedním z přístupů, jak lze vzdálenost od objektu a případně jeho rozměry měřit,
je tzv. triangulace. Za pomocí trigonometrie1 je ze získaných parametrů možné do-
sáhnout potřebné vzdálenosti. Mimo jiné je také vhodné využít některého ze senzorů
k vyrovnání scény v horizontálním směru, což může mít vliv na správné zaměření
výchozího bodu. V závislosti na tom je třeba uvažovat rovinu nulového úhlu ve vo-
dorovném a nikoli ve svislém směru. Pro tuto metodu lze odvodit několik z principů.
a) Vzdálenost od objektu
Jde v podstatě o zaměření úpatí či podstavce protilehlého objektu se znalostí předem
zadané výšky zařízení od podlahy, jak znázorňuje obrázek 2.1. Během zaměřování
je zachycen úhel natočení zařízení a následný výpočet proveden podle vztahu (2.1).
𝑑 =
ℎ
𝑡𝑔(𝛼)
, (2.1)
1Oblast goniometrie, zabývající se užitím goniometrických funkcí při řešení úloh o trojúhelnících.
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Obr. 2.1: Měření vzdálenosti od objektu.
odkud 𝑑 je vzdálenost pozorovatele od objektu (ve vodorovném směru), ℎ reprezen-
tuje výšku zařízení od podlahy (zadávaná manuálně) a 𝛼 úhel natočení zařízení.
V případě, že je vzdálenost od objektu měřena z vyvýšeného místa, je přirozeně
třeba vyrovnat výškové rozdíly. To se děje manuálním zadáním výšky podlaží ℎ1
a tím se upraví i předešlý vztah (2.1) na nový vztah (2.2). Mohou zde vznikat
nepřesnosti měření při členitosti terénu.
𝑑 =
(ℎ+ ℎ1)
𝑡𝑔(𝛼)
, (2.2)
b) Výška objektu
Tato metoda popisuje zaměřování dvou bodů a výpočet výšky objektu 𝐻 podle
následujícího vztahu (2.3)
𝐻 = ℎ.
𝑡𝑔(𝛼) + 𝑡𝑔(𝛽)
𝑡𝑔(𝛼)
. (2.3)
h
H
e
Obr. 2.2: Měření výšky objektu.
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kde ℎ opět značí výšku zařízení od podlahy, 𝛽 je úhel, který svírá nulovou rovinu
s prvním zaměřovaným bodem úpatí objektu a 𝛼 úhel mezi nulovou rovinou a vr-
cholem objektu. Metodu lépe vystihuje následující obrázek 2.2 a zde je také zřetelná
chyba měření 𝑒, ke které při metodě dochází. Poloha druhého zaměřovaného bodu
se totiž váže ke kolmici prvního bodu vůči podlaze.
c) Obsah plochy
Tento princip spočívá v zaměření třech úhlů, z nichž dva složí k výpočtu vzdále-
ností dvou bodů a třetí udává pootočení pozorovacího zařízeni při jejich snímání.
Jsou vypočítány vzdálenosti 𝑓 a 𝑏 zaměřovaných bodů od pozorovacího zařízení (je-
hož umístění v uvažovaném prostoru je S) a následně podle úhlu pootočení a větší
ze vzdáleností vyhodnocen druhý (bližší) roh. Je tak vyřešen problém, pokud je jako
první bod zaměřován ten bližší. Dále jsou počítány délky stran zaměřované plochy,
přičemž je předpokládána plocha obdélníkového či čtvercového tvaru. Případ je zná-
zorněn ze dvou úhlů pohledu na obrázku 2.3 a popsán vztahem (2.1) pro vzdálenosti
zaměřovaných bodů od pozorovacího zařízení a dále dle (2.4), (2.5) (z Pythagorovy
věty) pro délky stran výsledné plochy.
𝑠 = 𝑏. sin(𝛽), (2.4)
𝑎 = 𝑓 −
√
𝑏2 − 𝑠2. (2.5)
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Obr. 2.3: Měření obsahu plochy izometricky (vlevo) a z půdorysu (vpravo).
Taktéž ovšem může nastat případ, že úhlová výchylka naměřená v horizontální rovině
bude větší než 90°. Pak je třeba výpočet přizpůsobit podle obrázku 2.4 pojatého
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v pohledu z půdorysu. Úhel 𝛽 je naměřená horizontální úhlová výchylka po odečtení
od 180° a vztah (2.5) je třeba upravit na (2.6)
𝑐 = 𝑎+
√
𝑏2 − 𝑠2. (2.6)
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Obr. 2.4: Měření obsahu plochy pro úhel vyšší než 90°.
2.1.2 Měření zaostřením
Tato metoda se opírá o funkci fotografického senzoru zaostřit (angl. autofocus) na ob-
jekt, resp. konkrétní bod či výseč. Dle předpokladů je ji také možné použít k měření
vzdálenosti. Důležitým parametrem je míra zaostření, s jejíž pomocí lze přibližně
určit vzdálenost objektu od objektivu. Použití metody ovšem nevede ke příliš uspo-
kojivým výsledkům, jelikož bývá více ovlivňována rušivými elementy (povětrnostní
vlivy, osvícení) než metoda předešlá.
2.2 Interpretace dat akcelerometru
Výstupní data tohoto senzoru jsou v řadě případů výrazně zašuměná. Proces je-
jich zhodnocení bývá pro analogový svět popisován kontinuální matematikou. Lze
tak totiž dvojitou integrací z akcelerace (angl. acceleration) přes rychlost pohybu
(angl. velocity) získat vzdálenost (angl. distance), jak znázorňuje následující pseu-
dokód:
velocity = integrate(acceleration)
distance = integrate(velocity)
Pro digitální svět jsou integrace nahrazeny sumacemi. V praxi využívané filtry ovšem
pracují na aproximačním principu. To se v případě posloupnosti hodnot projevuje
tak, že hodnoty z předešlých kroků částečně usměrňují hodnoty v kroku současném.
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Z praktického hlediska je pro dosažení parametru vzdálenosti z dat odečítaných
akcelerometrem použitelný následující postup. Je-li známa počáteční rychlost v době
započetí měření (může být i nulová), lze dále aplikovat vztah (2.7)
𝑑 = 𝑣f .𝑡− 0, 5.𝑎.𝑡2, (2.7)
kde 𝑑 je vzdálenost, 𝑣f značí konečná rychlost, 𝑡 je čas a 𝑎 zrychlení. Odtud je zrych-
lení dáno rovnicí (2.8)
𝑎 =
(𝑣f − 𝑣i)
𝑡
, (2.8)
kde 𝑣𝑖 je hodnota inicializační rychlosti a převodem je získána konečná rychlost (2.9)
𝑣f = 𝑣i + 𝑎.𝑡. (2.9)
Pro měření vzdálenosti je zapotřebí permanentně sledovat čas a rychlost pohybu
a znát měřicí jednotku, kterou akcelerometr používá (např. m/s2). Vzhledem k po-
vaze rovnic je znát, že jde o rekurzivní2 výpočet, přičemž počáteční rychlost je třeba
s každým dalším krokem aktualizovat. [16]
Na planetě Zemi ovšem působí konstantní gravitační zrychlení, což znamená pro-
blém při určování části vektoru pohybu. Gravitace je v tomto případě zastoupena
jako způsob, jakým akcelerometrem detekuje úhlovou výchylku. Praktičtější je ur-
čení sklonu nezávisle na akcelerometru, a to s využitím jiného senzoru (např. virtu-
ální inklinometr), což alespoň z části kompenzuje nedostatky měření akcelerometru
při rušení. Náklon nemůže být při měření zanedbán, jelikož žádný objekt není zcela
statický. Jde o důležitý atribut ve vztahu k reálnému světu a proto je do měření za-
veden pojem „drift“ . Tak je vždy zahrnuto minimální konstantní zrychlení v jednom
či jiném směru, pokud je stále sledována úhlová výchylka. Tento princip využívají
např. jaderné ponorky, které jsou vybaveny vysoce přesnými akcelerometry a gyro-
skopy. Pod vodní hladinou totiž není technologie GPS funkční a je třeba zabezpečit
její synchronizaci.
2.3 Měření akcelerometrem
Tato podkapitola se nezabývá pouze využitím akcelerometru k měření vzdálenosti,
nýbrž i jeho kombinací s ostatními senzory. Akcelerometr totiž sám o sobě nepodává
2aktuální krok využívá výstupy jednoho či více kroků předchozích
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plnohodnotně použitelné výsledky, resp. udává pouze akceleraci, informace o směru
ale chybí.
2.3.1 Krátké vzdálenosti
Tato metoda je vhodná pro ověření dostupných akcelerometrů z hlediska jejich přes-
nosti. Měření je prováděno v době vymezené například stisknutím tlačítka. Na vý-
stupní data z akcelerometru jsou po filtraci použity obecné principy, uvedené v ka-
pitole pro interpretaci dat. Důležité ovšem je brát v úvahu fakt, že vzdálenost,
která je produktem výpočtů, neudává souřadnice bodů, nýbrž vzdálenosti mezi nimi.
Pro získání konkrétních souřadnic je potřeba sumarizace těchto vzdáleností pro jed-
notlivé kroky.
2.3.2 Krokoměr
Pomocí analýzy dat akcelerometru je možné realizovat krokoměr (nebo také pedo-
metr), který je v praxi používán k počítání kroků. Krok je akcelerometrem indikován
při „každém“ silnějším nárazu, což se následně projeví výchylkami hodnot na některé
z os kartézské soustavy souřadnic.
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Obr. 2.5: Indikace kroků pomocí akcelerometru.
Následující jednoduchý příklad demonstruje odvození rychlosti a vzdálenosti
z dat uvedených v grafu na obrázku 2.5. Jsou zde zobrazena filtrovaná data ak-
celerometru při průchodu chodbou se dvěma zákrutami za přibližnou dobu 23 s.
Pravidelnost kroků je nejzřetelnější z průběhu na ose Z, zpomalení v zákrutách
je pak znatelné přibližně v 6. až 8. sekundě a dále pak okolo 16. sekundy na osách
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X a Y. Jelikož není známa průměrná délka kroku (modelově 0,6 m), je pro další
využití těchto údajů potřebná spolupráce uživatele s aplikací, případně využití pří-
slušné technologie (např. GPS). Poté je již jednoduché zjistit nejen přibližnou délku
trasy (pro modelový případ mezi 8. a 16. sekundou) danou vztahem (2.10),
𝑠 = 𝑘.𝑛 = 0, 6.12 = 7, 2 m, (2.10)
kde 𝑘 je délka kroku, 𝑛 počet kroků, ale i rychlost pohybu uživatele podle (2.11)
𝑣 = 𝑠/𝑡 = 7, 2/8 = 1, 8 m/s = 3, 24 km/h. (2.11)
Pro názornost byla použita aplikace Accelerator Toy v1.0.8 pro platformu Android,
kterou lze zdarma stáhnout na webových stránkách Google Play Store [18] (dříve
Android Market). Tato metoda ovšem není příliš přesná a v praxi je proto lépe
aplikovat výše uvedený postup s použitím integračního filtru. Dále je třeba vzít
v úvahu, že:
 délka kroku se může lišit s rychlostí, kterou se uživatel pohybuje, resp. při běhu
je krok automaticky delší,
 nastavenou citlivost senzoru, resp. aby akcelerometr snímal jen konkrétní roz-
sah hodnot akcelerace.
Pokud má být tato metoda použita ke sledování či mapování pohybu osob,
je vhodné použít i následující postup.
2.3.3 Gyroskop
Implementace této metody tkví v použití akcelerometru a magnetometru. Akce-
lerometr sám o sobě detekuje pohyb zařízení ve třech osách, z pouhé akcelerace
ovšem není možné určit, zda bylo zařízení otočeno nebo došlo k jiné změně polohy.
To je důvod k použití magnetometru, resp. digitálního kompasu k realizaci celku,
který by mohl být nazván gyroskopem. Pochopitelně nejde o plnohodnotný gyroskop,
pouze o zařízení, které se tomuto přístroji svými výstupy podobá.
2.4 Měření inklinometrem
Za pomoci výstupních dat inklinometru je možné realizovat celkem přesný úhloměr
pro měření na všech třech osách. Tento princip lze dále použít pro realizaci vodováhy,
kde je sledována míra kolmosti.
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2.5 Měření magnetometrem
2.5.1 Digitální kompas
Digitální kompas je jedna z efektivně použitelných aplikací magnetometru. Pomocí
výstupních dat senzoru je možné určit úhlovou výchylku vzhledem ke geomagne-
tickému poli. Tato metoda ovšem vyžaduje absenci jakýchkoliv rušivých elementů
v podobě magnetických polí způsobených permanentním nebo elektromagnetem.
2.5.2 Detektor kovů
Tato metoda pracuje na principu dříve zmíněného trikodéru a neslouží k přímému
měření vzdálenosti, nýbrž ke zjištění kovových prvků v dosahu do cca 20 cm. Každý
materiál ovšem reaguje na magnetické pole s jinou odezvou a proto je údaj o vzdá-
lenosti irelevantní. Praktické využití může být např. pro detekci kovových prvků
v betonu či kabeláže pod omítkou, pro účely tohoto projektu ale nepoužitelné.
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3 VÝVOJ APLIKACE
Součástí projektu je aplikace demonstrující algoritmizaci dříve popisovaných metod.
Aplikace je programována v jazyce Java pro platformu Android 2.1 a novější. Verze
2.1 je v současnosti již považována za zastaralou, bylo ovšem možné využít pouze
těch prostředků, které byly pro testování k dispozici. Je třeba uvézt, že se přístupy
k senzorům pro jednotlivé verze systému Android mohou lišit a právě verze 2.1 byla
jedna z posledních, která podporovala některé softwarové přístupy k senzorům.
3.1 Použité prostředky
K vývoji aplikací pro platformu Android je k dispozici kompletní vývojové prostředí,
které je možné pohodlně stáhnout skrze webové stránky Android Developers [17].
K dispozici je zde také návod, jak postupovat při instalaci. Následující soupis udává
konkrétní prostředky využité k vývoji aplikace v rámci projektu:
 Eclipse IDE - vývojové prostředí oficiálně podporované společností Google,
 JDK (Java Development Kit) - základní nástroj pro práci s Javou (nehledě
na cílovou platformu),
 SDK (Software Development Kit) - balíček s nástroji pro práci s platformou,
které Eclipse IDE používá. Obsahuje nástroje pro úpravu grafických prvků,
pro testování a optimalizaci vzhledu jednotlivých obrazovek.
 ADT (Android Development Tools) - plugin pro prostředí Eclipse, který při-
dává nabídky pro Android,
 SDK Platform Android 2.1 (API 7) - platforma s emulátorem pro An-
droid 2.1,
 SDK Platform Android 4.0.3 (API 14) - platforma s emulátorem pro An-
droid 4.0.3.
Tyto součásti je možné stáhnout na již zmíněném webovém portálu ve formě
uceleného balíčku (s názvem adt-bundle-windows-x86-<verze>.zip). Balíček postačí
rozbalit do kořenového adresáře disku C: a spustit prostředí Eclipse příslušným sou-
borem. Platformy s emulátory pro jednotlivé verze systému Android jsou instalovány
dodatečně pomocí Android SDK Manager, což je časově vcelku náročná operace.
Pro vykreslování grafů je použita volně modifikovatelná třída GraphView za-
štítěná licencí GNU a prezentovaná v [9]. Ve třídě bylo zapotřebí provézt několik
změn, vyžadovaných pro korektní zobrazování výstupů metod implementovaných
v projektu.
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3.2 Použitá zařízení
Pro testování aplikace a ověření kompatibility s fyzickými zařízeními byly použity
následující tři modely:
 Sony Ericsson Xperia X10 mini pro - mobilní telefon (hlavní měřicí zaří-
zení)
 Sony Xperia Go - mobilní telefon
 10.1" HD Flytouch Superpad 6 - tablet PC, testování s omezeními
Technické parametry těchto zařízení uvádí A.1.
3.3 Přístup Androidu k senzorům
Softwarová podpora senzorů v prostředí Android probíhá skrze SensorManager.
V emulátoru ovšem není testování možné a je tedy třeba připojit fyzické zaří-
zení. Přístup k manažeru SensorManager lze získat pomocí getSystemService
(SENSOR_SERVICE). Třída Sensor definuje řadu konstant pro přístup k senzorům
a je zde také uvedeno několik vhodných pro účely projektu:
 Sensor.TYPE_ACCELEROMETER - popisuje parametry akcelerometru a pracuje
v jednotkách m/s2,
 Sensor.LINEAR_ACCELERATION - popisuje parametry akcelerometru pomocí
lineární akcelerace a automaticky provádí odečet gravitační složky, podpora
pro platformy Android 2.3 a novější,
 Sensor.TYPE_GYROSCOPE - popisuje parametry gyroskopu,
 Sensor.TYPE_MAGNETIC_FIELD - popisuje geomagnetické pole planet a udává
hodnoty v jednotkách 𝜇T (mikrotesla),
 Sensor.TYPE_ORIENTATION - interpretace dat virtuálního senzoru v Eulero-
vých úhlech (angl. yaw, pitch, roll), je ovšem již zastaralá a pro platformy
Android 2.2 a novější je syntakticky deklarována jako SensorManager.get
Orientation(),
 Sensor.TYPE_GRAVITY - popisuje parametry gravitačního senzoru, podpora
pro platformy Android 2.3 a novější,
 Sensor.TYPE_ROTATION VECTOR - popisuje parametry inklinometru.
Ke konkrétnímu senzoru lze přistupovat skrze metodu sensorManager.getDe-
faultSensor(), která jako parametry používá typ senzoru a zpoždění, definované
jako konstanty pro SensorManager.
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Po získání přístupu k senzoru lze na něj zaregistrovat objekt SensorEventListe-
ner. Tento sledovač nebo také naslouchávač (angl. listener) informuje o změně vý-
stupních dat senzoru. Aby nebyla baterie zařízení zbytečně vybíjena, je vhodné
sledovač registrovat v metodě onResume() nebo odregistrovat v OnPause() metodě.
3.4 Realizace
Aplikace, která je součástí této práce je programována pro platformu Android 2.1
(Eclair) a novější verze, přičemž nejnovější verzí systému je v současnosti Android 4.2
(Jelly Beans). Při spuštění aplikace je zobrazena uvítací obrazovka s názvem apli-
kace, ikonou a podporovanými verzemi systému Android. Aplikace je situována
pro jednotlivé metody ve fixním vertikálním nebo horizontálním zobrazení s per-
manentním podsvícením displeje a její obsluha je jednoduchá, ovšem nepříliš kom-
fortní. Oproti předešlé plánované verzi realizované formou záložek totiž probíhá skrze
menu, kde je možný výběr celkem ze čtyř položek. Tři z nich slouží pro přístup ke
třídám s aplikací metod pro měření vzdálenosti. Každá z uvedených metod se chová
jako samostatná aplikace a výstupní data některých z nich mohou být exportována
do textového souboru. Dále je k dispozici sekce „O aplikaci“ , stručně popisující
jednotlivé metody a obsluhu aplikace.
Následující podkapitoly jsou věnovány konkrétním třídám s aplikací metod a po-
souzením jejich přesnosti. Ke každé metodě je zveřejněn funkční zdrojový kód v ja-
zyce Java, ovšem bez rutin pro menu, které jsou v podstatě pro všechny třídy stejné.
XML dokumenty lze zpětně sestavit z uveřejňovaného kódu, není tedy nutné o ně
navyšovat rozsah práce.
3.4.1 CameraMeas.class
Tato třída aplikuje metodu pro měření vzdálenosti od objektu za využití principů
trigonometrie. Vedle fotoaparátu, který zde plní pasivní funkci zaměřovacího zaří-
zení je potřebná znalost o poloze zařízení. Prvním z parametrů je výška zařízení
od podlahy, zadávaná uživatelem manuálně. Informaci o natočení zařízení lze zís-
kat z výstupních dat akcelerometru (Sensor.TYPE_ACCELEROMETER) a magnetome-
tru (Sensor.TYPE_MAGNETIC_FIELD, složka roll) po zaměření bodu přes hledáček
a stisknutí tlačítka. Je potřeba provézt výpočet rotační matice a z ní následně vy-
číst konkrétní orientaci vůči podlaze. Takto získaný úhel je následně aplikovatelný
pro výpočty vzdáleností. Je ovšem také třeba brát v úvahu polohu nulového bodu,
který se zde nevztahuje k podlaze, nýbrž k horizontu. Proto je třeba přizpůsobit
rovinu měření přičtením, případně odečtením 𝜋/2. Ke zjišťování vzdáleností zamě-
řovaných bodů je využit vztah (2.1).
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Metoda je vybavena přepínacím tlačítkem pro volbu jednoho ze dvou měřicích
postupů. Prvním z těchto principů je zjišťována výška objektu aplikací vztahu (2.3).
Přesnost měření touto metodou je ovšem ovlivnitelná řadou faktorů:
 skutečnou vzdáleností objektu (čím větší vzdálenost, tím nižší přesnost);
 kolmostí objektu (při měření výšky) vůči rovině podlahy (viz. obrázek 2.2);
 obecnou chybou zaváděnou senzory a čočkami;
 striktním zaměřováním bodů, přičemž se pozorovaný objekt musí nacházet
na stejné úrovni jako pozorovatel a vliv má tedy i svahovost či členitost terénu,
jelikož může dojít k nasazení chybné výšky zařízení od podlahy;
 slučitelností zadané a reálné výšky, ve které je zařízení umístěno. Konkrétně
se jedná o vzdálenost od podlahy po skutečné umístění senzorových čipů
na desce tištěných spojů v zařízení.
Pro poslední dva body tedy platí, že přesnějších výsledků je možné dosáhnout
při umístění zařízení na stativ, resp. do pevného bodu. Z uvedených faktorů lze
usoudit následující. Čím kratší je vzdálenost pozorovatele od objektu, tím je za-
měřovaný úhel mezi úpatím a vrcholem objektu vyšší. V důsledku toho se zvětšuje
i chyba měření, daná rozdílem výšek vrcholu objektu a průsečíku kolmice vedené
prvním zaměřeným bodem od podlahy s osou úhlu vedoucí od pozorovacího zaří-
zení k vrcholu objektu. Naopak čím delší je vzdálenost pozorovatele od objektu, tím
narůstá pravděpodobnost chybného zaměření výchozích bodů.
Druhým z aplikovaných principů, je měření obsahu plochy. Jsou zde zaměřovány
dvě hodnoty úhlové výchylky pro vertikální rotaci a jedna pro rotaci v horizontální
rovině. Tyto tři údaje postačují k výpočtu obsahu zaměřované plochy s využitím
vztahů (2.1), (2.4) a (2.5). Metoda ovšem spoléhá na to, že:
 všechny úhly jsou zaměřovány z jednoho bodu v prostoru, což má vliv na přes-
nost při otáčení zařízení (ideální je umístit pozorovací zařízení na stativ s mož-
ností rotace kolem os);
 jedna ze stran plochy leží na ose mezi pozorovacím zařízením a zaměřovaným
bodem.
Problém může nastat při určování horizontální úhlové výchylky. Údaje o poloze
vybírané z rotační matice metodou SensorManager.getOrientation() jsou totiž
měřeny v rozsahu od 0° do 180° a hodnoty se liší jen znaménkem, jak uvádí obrázek
3.1 s pozorovatelem uprostřed. Dosáhnutí správného úhlu je v aplikaci zajištěno
skrze jednoduchou rozhodovací strukturu reprezentovanou následujícím kódem.
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if(an1 > an2) an1 = (an2 < -90)?(360 - an1 - an2):(an1 - an2);
else an1 = (an1 < -90)?(360 - an2 - an1):(an2 - an1);
an1 = Math.abs((an1>180)?(360 - an1):(an1));
|180°|
-90° 90°
0°
an1 an2
Obr. 3.1: Rozsah hodnot pro měření horizontální rotace.
Technicky zabezpečuje třída CameraMeas.class připojení fotografického senzoru
a s tím spojené vytvoření a realizaci zobrazení (angl. preview). Dále je třeba zdů-
raznit význam dceřiné třídy CameraPreview.class, kde jsou uvedeny inicializační
a obslužné metody a především ošetření destruktivních stavů. K vytvoření instance
digitálnímu fotoaparátu není přistupováno jako k senzoru pomocí třídy Sensor, ný-
brž je pouze volána metoda Camera.open() s následným umístěním zpracovaných
dat na displej. Zdrojové kódy aplikace jsou pro svou délku umístěny do přílohy B.
Jedná se o dva již zmíněné soubory plus formátovací XML soubor camera_meas.xml
obsahující nákres (angl. layout) uživatelského prostředí aplikace.
Vizuální podoba třídy obsahuje následující prvky:
 Vystřeďovací kříž promítaný do středu displeje, podle něhož je prováděno
zaměření bodu.
 Zaměř bod - tlačítko pro potvrzení bodu.
 Editační pole pro zadání výšky zařízení od podlahy.
 Přepnout metodu - tlačítko pro nastavení metody měření výšky objektu
nebo obsahu plochy.
 Vodováha vykazující natočení zařízení
 Indikátory natočení pro informaci o aktuálním natočení zařízení.
 Výpis hodnot - textové pole pro výpis výstupních hodnot.
3.4.2 ShortMeas.class
Tato třída demonstruje využití výstupních dat akcelerometru k měření krátkých
vzdáleností v řádech desítek centimetrů. Při ověřování hodnot akcelerace pro kli-
dový stav bylo zařízení položeno bez zadního krytu (jehož členitosti mohou mít
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nežádoucí vliv na výsledek měření) displejem vzhůru na téměř dokonale vodorovné
ploše (proměřeno zkalibrovanou vodováhou). Za zmíněných podmínek mají být hod-
noty v osách X a Y téměř nulové a v ose Z je indikována gravitační složka nabývající
ideálně hodnoty 9,80665m/s2, při testování ovšem reálná zařízení vykazovala perma-
nentně hodnotu do 9,37 m/s2. Jde tedy pravděpodobně o chybu měření způsobenou
samotným senzorem.
Aby bylo možné data z akcelerometru použít, je nutné složku gravitace eliminovat
a to lze celkem úspěšně provézt třemi způsoby:
a) vyžitím filtrů
S rekurzivním výpočtem integračního filtru je izolována gravitační složka dle (3.1)
𝑔[𝑛] = 𝛼.𝑔[𝑛− 1] + (1− 𝛼).𝑎, (3.1)
kde 𝑔[𝑛] udává gravitační složku, 𝑔[𝑛 − 1] znamená totéž pro předešlý krok, 𝑎 vý-
stupní data akcelerometru a 𝛼 je filtrační časová konstanta (o hodnotě 0,8). Následně
je odebrána gravitační složka z dat akcelerometru za použití derivačního filtru dle
vztahu (3.2)
𝑎f = 𝑎− 𝑔[𝑛], (3.2)
a výsledkem je dosažení filtrované akcelerace 𝑎𝑓 . Tím jsou mimo jiné aproximována
(uhlazována) zašuměná data.
b) za pomoci gravitačního senzoru
S využitím konstanty Sensor.TYPE_GRAVITY se lze vyhnout výpočtům okolo elimi-
nace gravitační složky, jelikož tyto řeší již metoda samotná. Tato metoda je ovšem
podporována až pro Android v 2.3 (Gingerbread) a novější a především přesnější
než předešlá varianta, jelikož spoléhá na přesnost gravitačního senzoru.
c) lineární akcelerací
Pracuje s konstantou Sensor.LINEAR_ACCELERATION a je schopná automaticky ode-
čítat gravitační složku. Tato metoda je ovšem podporována až pro Android v 2.3
(Gingerbread) a novější. Tato konstanta ovšem není ve třídě ShortMeas.class apli-
kována.
I přes použití některé z těchto metod není zaručena přesnost měření. Ovlivňu-
jícím faktorem mohou být i natočení zařízení a razance, se kterou je se zařízením
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při měření nakládáno. Výrazné chyby měření lze například dosáhnout otočením zaří-
zení kolem jedné z os na místě. Výsledkem tohoto počínání je údajný pohyb zařízení
po trajektorii dlouhé až 70 cm.
Současně se změnami akcelerace jsou aplikací ukládány i intervaly, ve kterých
k těmto změnám došlo. Nejprve je třeba převézt filtrovanou akceleraci na údaj
o okamžité rychlosti podle vztahu (2.9) a následně je rychlost převáděna rovnou
na souřadnice jednotlivých bodů podle vztahu (3.3)
𝑠[𝑛] = 𝑠[𝑛− 1] + 0, 5.(𝑣[𝑛− 1] + 𝑣[𝑛]).𝑡[𝑛], (3.3)
modifikovaného dle (2.7). Zmíněné výpočty jsou prováděny po ukončení měření sou-
časně s uložením dat do textového souboru. Data jsou exportována ovšem pouze
tehdy, je-li přístupná paměťová karta, aby nedocházelo k zahlcování mobilního zaří-
zení.
Od původních optimistických představ o schopnostech akcelerometru při pohybu
v prostoru a následného využití metody pro zadaný krokoměr bylo nutné ustoupit,
jelikož metoda nevykazovala dostatečnou přesnost. Tento experiment mne dosta-
tečně ujistil o tom, že jsou dostupné akcelerometry v současných mobilních zaříze-
ních bez interakce s uživatelem pro vyvozování přesných závěrů na základě naměře-
ných veličin (při pohybu v prostoru) prakticky nepoužitelné. Verdikt se ovšem váže
na permanentní pozorování hodnot, nikoli na selektivní výběr. Nehovořím tím tedy
v neprospěch principů využívaných k realizaci krokoměru.
3.4.3 LongMeas.class
Třída vedená pod pracovním názvem „LongMeas“ implementuje metody k reali-
zaci krokoměru se sledováním směru pohybu zařízení v prostoru. Aplikace pracuje
v pohotovostním módu (nikoli na pozadí) a je zobrazována se čtyřmi záložkami
o následujícím obsahu:
 Výpis obsahuje aktuální hodnoty (krokování aplikace, čas měření, akcelerace
atd.) v průběhu měření i konkrétní konfiguraci.
 Diagnostika vykresluje dynamický graf akcelerací podle času s vyhodnoco-
váním kroků.
 Monitoring vykresluje do grafu pohyb zařízení v prostoru, což je ovšem podle
velikosti displeje zařízení použitelné ke sledování spíše pro kratší vzdálenosti.
 Nastavení obsahuje několik uživatelsky nastavitelných parametrů, jako:
– doba ustálení před měřením (optimálně 3 až 5 s), což je doba potřebná
pro uvedení zařízení do klidového stavu např. po uložení do kapsy;
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– minimální interval trvání kroku, který v podstatě specifikuje maximální
možný počet kroků provedený v jedné sekundě měření;
– minimální práh citlivosti, což je prahová hodnota (dále jen práh), pod kte-
rou nedochází k indikaci kroků. Pokud například při měření dojde k za-
stavení na místě, hodnoty akcelerace klesnou pod tuto úroveň;
– počet low-pass (integračních) filtrů udává vyhlazení křivky akcelerací a je-
jich počet je pro srovnání možné nastavit až na hodnotu 8;
– citlivost senzoru pro nastavení akcelerometru, konkrétní hodnoty jsou
uvedeny dále v textu;
– délka kroku, podle které je dopočítávána výsledná vzdálenost;
– nastavení práce s lokálními minimy nebo maximy akcelerace;
– exportování výsledků měření do textového souboru. K dispozici je volba
ukládání všech hodnot nebo jen indikovaných kroků (standardně).
Algoritmizaci ve třídě LongMeas.class je pro přehlednost vhodné rozdělit do ně-
kolika skupin.
a) Filtrování hodnot akcelerometru
Jelikož je výstup akcelerometru pro účely projektu stěžejní, je třeba jej předpřipravit
do takové podoby, aby nebyl zatížen rušením a byl z nich možný výběr hodnot
indikujících kroky. Jednou z fází těchto úprav je odečtení gravitační složky s využitím
gravitačního senzoru nebo za pomocí výpočtu a aplikace integračního filtru. Pro další
fází transformace dat je možné zvážit využití některé z následujících metod:
 rychlá Fourierova transformace (angl. FFT - Fast Fourier Transform);
 Kalmanův filtr, který odhaduje trajektorii na základě nepřesných hodnot.
Obě tyto metody ovšem filtrují data s důrazem na eliminaci nejen malých, ale i vyso-
kých hodnot. Pro účely této třídy by byly tudíž zapotřebí jejich modifikace a je vhod-
nější uchýlit se k jednoduššímu postupu, kterým je opět využití integračního filtru.
Jeho výhodou je především rychlost výpočtu a to i při sériovém nasazení několika
těchto filtrů za sebou. Pro dosažení žádoucích výsledků postačí využití jednoho in-
tegračního filtru.
b) Sledování kroků
Základní princip metody spočívá ve sledování aktuálních výstupních hodnot akce-
lerometru, na základě jejichž výchylek lze odpozorovat, kdy byl proveden krok a
interval jeho trvání. V tomto směru byly testovány dohromady tři postupy, jejichž
srovnání na modelových datech je zřejmé z obrázku 3.2. Nejprve dojde k ustálení
hodnot akcelerace (již s odečtenou složkou gravitace) na nulovou úroveň za dobu
označenou na obrázku jako „fix“ a dále již probíhá samotné měření.
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Obr. 3.2: Srovnání metod indikace kroků podle prahu (nahoře), podle maxim (upro-
střed) a podle minim (dole).
První teorie počítá se všeobecnými hodnotami akcelerace a je se tak třeba potý-
kat i se zákmity do záporných hodnot. Po ustálení je akustickým signálem uživateli
oznámeno zahájení kalibrace, která je současně výzvou k tomu, aby učinil několik
kroků. Vypršení limitu, během kterého je kalibrace prováděna je opět akusticky sig-
nalizováno. Podle minim a maxim je pak vypočtena nová hodnota pro práh (např.
tři čtvrtiny rozdílu maxim a minim). Dále nastává samotné měření se započtením
kroků z průběhu kalibrace podle předešlé prahové hodnoty. Krok je tedy indikován
přechodem hodnoty akcelerace nad práh a zpětným poklesem, z čehož lze i určit
interval, jak dlouho krok probíhal. Tato varianta ovšem není v praxi příliš dobře
využitelná, jelikož nezachycuje hodnoty pod prahem, které ve skutečnosti měly být
uznány jako krok a dále případy, kdy nad prahem proběhly dva nebo více kroků
rychle po sobě a hodnota akcelerace se nestihla vrátit pod práh. K odfiltrování ne-
žádoucího šumu, kdy hodnoty při zastavení pohybu zařízení klesají k nule je ovšem
tato metoda ideální, což je také důvod jeho zavedení i pro následující varianty.
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Druhá teorie pracuje s absolutními hodnotami akcelerace. Princip vychází ze sle-
dování lokálních maxim (v prostřední části obrázku 3.2 zaznačeno kroužky) a za-
vedení prahu. I při sledování maxim ovšem může docházet k chybné indikaci kroků
a sice v okamžiku, kdy na sestupné hraně dojde ke změně její směrnice vlivem šumu
(v prostřední části obrázku 3.2 zaznačeno křížky). Pro vzestupnou hranu k těmto pří-
padům prakticky nedochází. Problém sestupné hrany lze do jisté míry kompenzovat
sledováním intervalů mezi lokálními maximy (v prostřední části obrázku 3.2 ozna-
čeno jako „delay“). Kontrolní hodnota je staticky nastavena tak, že je ji pro běžnou
chůzi možné prohlásit za dostatečně nízkou (0,2 s).
Konečně třetí teorie, pracuje stejně jako druhá s absolutními hodnotami akce-
lerace, vychází ovšem z lokálních minim. Je zde klíčovým parametrem práh, který
musí být nastaven dostatečně nízko, aby nepropouštěl šumové hodnoty během za-
stavení zařízení v prostoru a současně správně indikoval kroky. Jeden z takto ne-
indikovaných kroků je v dolní části obrázku 3.2 zaznačený křížkem. Tato teorie je
v implementována jako hlavní monitorovací metoda.
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Obr. 3.3: Kompasová růžice pro přepočet azimutu.
S novými nastaveními aplikacemi v rámci citlivosti senzorů byla zahrnuta i mo-
difikace první uvedené metody pro absolutní hodnoty akcelerace. Práh je zde na-
staven staticky (na několikanásobně vyšší hodnotu např. 2,5 m/s2) a oproti apli-
kované druhé a třetí variantě indikace kroků nabývá nového významu. Při vyšší
citlivosti může totiž docházet k indikaci falešných minim v důsledku zákmitů akce-
lerace a proto nelze použít postup aplikovaný pro minimální citlivost akcelerometru.
Kromě započítávání lokálních minim nebo maxim a kontrolovaného poklesu pod
práh je nově ošetřen případ zákmitů na vzestupných a sestupných hranách akcele-
race. Pro lokální minimum je vždy zaznamenáno poslední lokální maximum a krok
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je započítán pouze tehdy, je-li hodnota lokálního minima menší než konkrétní podíl
hodnoty lokálního maxima (standardně 75 %). Tím je v podstatě pro každé lokální
minimum určován individuální hodnota druhého prahu. Pro indikaci kroků pomocí
lokálních maxim je užitá modifikace zmíněného postupu.
c) Nasměrování kroků
Dále je zjišťován směr pohybu zařízení vzhledem k reálnému světu. Opět je možné
využití několika přístupů.
Prvním z nich je využití konstanty pro orientaci. Jelikož je ovšem konstanta
Sensor.TYPE_ORIENTATION od verze 2.2 systému Android považována za zastara-
lou (angl. deprecated), je vhodné využít její novější obdobu SensorManager.get
Orientation(). Ta odečítá natočení zařízení pro jednotlivé osy z rotační matice
aktualizované podle dat akcelerometru a magnetometru.
Druhou možností je přejímání informací o aktuálním natočení z magnetome-
tru prostřednictvím Sensor.TYPE_MAGNETIC_FIELD, což se může zdát jako metoda
logicky správná, jelikož nezahrnuje data aliasingem zatíženého akcelerometru. Vý-
hodná může být současně možnost „přidržet“ se hodnoty azimutu, která udává nato-
čení zařízení vzhledem k poloze severního pólu (vypočteného zařízením) a podle něj
transformovat vykreslovaná data podle aktuální světové strany. Implementace této
teorie ovšem nevnesla do měření očekávaná pozitiva a to nejen kvůli nízkému rozsahu
hodnot magnetometru (jen 36 hodnot pro azimut). Nicméně lze azimut s výhodou
využít k již zmíněné transformaci, resp. přepočítáním azimutu získat povědomí o na-
točení zařízení vzhledem ke konkrétní světové straně a odchylce od přesného směru.
Na obrázku 3.3 je uveden jednoduchý model kompasové růžice a rozpětí hodnot
azimutu k určení směru a odchylky.
d) Optimalizace aplikace
Aplikace má být optimalizována z důvodu výpočetní náročnosti kladené na procesor
a paměť mobilního zařízení. Případy optimalizace mohou být rozděleny do několika
kroků:
 snížení velikostí polí pro pracovní hodnoty na minimum, jelikož lze např. vy-
cházet z předpokladu, že v závislosti na nastaveném zpoždění mezi kroky dojde
v jedné sekundě měření k indikaci maximálního možného počtu kroků. Naopak
je nutné uvažovat příslušnou velikost polí s ohledem na nastavenou citlivost
akcelerometru, čímž se zvýší frekvence snímání hodnot akcelerace a kapacita
polí je tedy vyčerpávána rychleji;
 funkci aplikací používaných senzorů je třeba vypínat zvláštní rutinou (funkce
onResume() a onPause() nebo úplné vypnutí aplikace pomocí finish()),
jelikož k jejich vypnutí automaticky při opuštění aplikace a ani při vypnutí
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displeje zařízení nedochází;
 metoda pro sledování aktivity senzorů (onSensorChanged()) má vykonávat
pouze nezbytné minimum, resp. pouze snímat aktuální výstupní hodnoty sen-
zorů a provádět nenáročné výpočetní operace;
 s předešlým bodem souvisí vykreslování dat do grafu pouze tehdy, je-li to
skutečně nutné, resp. pokud je graf zobrazován na displeji (aktivní režim).
Pokud by nebyl tento případ ošetřen např. pokud má aplikace vykonávat svou
funkci na pozadí, může dojít při následném zobrazení k pádu aplikace. Proto
je výhodné zavézt rutinu, která v pravidelných intervalech (např. 100 ms)
provede výpočty s novými hodnotami v polích a výsledky při aktivním režimu
vykreslí do grafu. V době, kdy bude displej vypnut nebo bude na zařízení
jednoduše zobrazována jiná aplikace (pasivní režim), bude měření probíhat
pouze snímáním změn stavů senzorů.
e) Export dat
Výstupem měření je textový soubor obsahující výpis výsledků společně s obsahem
pracovních polí. Jelikož zařízení, na kterém je aplikace užívána nemusí mít dosta-
tečně velký displej na to, aby plnohodnotně zobrazil graf pro monitoring pohybu,
lze tato data využít při následující analýze např. pro sestavení monitorovacího grafu
v některém z dostupných tabulkových editorů. V závislosti na výběru uživatele jsou
exportována pouze data zaznamenaných kroků nebo kompletní souhrn všech ak-
celerací a příslušných časových značek. Data jsou v souboru formátována podle
následujícího vzoru:
* Konfigurace měření *
Ustálení před měřením: <hodnota> s
Minimální práh citlivosti: <hodnota>
Počet low-pass filtrů: <hodnota>
Délka kroku: <hodnota> m
Citlivost senzoru: <hodnota>
Pracováno je s <minimy/maximy>.
* Výsledky *
Provedeno celkem kroků: <hodnota>
Délka měření: <hodnota> s
Délka trasy: <hodnota> m
Průměrná rychlost pohybu: <hodnota> m/s (<hodnota> km/h)
Poznámky z měření: <hodnota>
steps T A thr2 rotX rotY rotZ posunRotX posunRotY posunRotZ souradniceX souradniceY
<výpis hodnot konkrétních polí>
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step T A Xg Yg Zg
<výpis hodnot konkrétních polí>
Hodnoty příslušných polí jsou odsazovány tabulátorem a zapisovány s přesností
na šest desetinných míst. Význam těchto polí je následující:
 steps - zaznamenaný krok
 T - časová značka
 thr2 - individuální práh citlivosti počítaný při vyšší citlivosti akcelerometru
 rotX, rotY, rotZ - hodnota aktuálního natočení
 posunRotX, posunRotY, posunRotZ - rozdíl natočení mezi dvojicemi kroků
 souradniceX, souradniceY - souřadnice bodů pro monitorovací graf
 Xg, Yg, Zg - hodnota aktuální akcelerace po odečtení gravitační složky
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4 PRAKTICKÁ MĚŘENÍ
Monitorovací aplikace je vyvíjena pro pohyb v terénu bez výrazných členitostí. Sou-
běžně s vývojem bylo provedeno několik experimentálních měření a každé z nich
bylo přirozeně zatíženo chybou vznikající v důsledku následujících faktorů:
 členitost terénu, kdy lze při chůzi do kopce (příp. z kopce) předpokládat,
že se razance kroků vlivem sklonu terénu sníží (příp. zvýší) a tak může docházet
k chybnému zaznamenávání (nebo naopak k ignoraci) prováděných kroků;
 citlivost senzoru lze při registraci sledovače akcelerace programově nastavit
na jednu ze čtyř variant:
– manager.SENSOR_DELAY_NORMAL pro nízkou citlivost (standardně);
– manager.SENSOR_DELAY_UI pro střední citlivost;
– manager.SENSOR_DELAY_GAME pro vyšší citlivost;
– manager.SENSOR_DELAY_FASTERT pro vysokou citlivost;
 rychlost chůze v závislosti na nastavené citlivosti senzoru a jednoznačnosti
prováděných kroků. Někdy totiž nedojde k zaznamenání plnohodnotného mi-
nima/maxima, ale jen ke změně směrnice sestupné či vzestupné hrany akcele-
race, což má být v podstatě indikace dalšího kroku;
 nastavení prahu citlivosti úzce souvisí s předešlým bodem, jelikož zvýšení
či snížení razance kroků může mít za následek potřebu upravit práh;
 nastavení minimálního intervalu mezi krokymá důležitou roli při detekci
kroků. Tento parametr je standardně nastaven na 0,1 s, přičemž skutečný
interval mezi dvěma kroky bývá nejméně trojnásobný;
 míra fixace zařízení a zajištění proti nežádoucímu pootočení při probíhají-
cím měření. Jedná se nyní o změnu polohy např. při uložení v kapse, zavěšení
zařízení na popruhu apod.;
 výskyt magnetických polí v okolí měření.
Testovací měření byla pro výše zmíněné implementace metod prováděna na za-
řízení Sony Ericsson X10 mini pro (dále zařízení SE) a pro srovnání i na zařízení
Sony Xperia Go ST27i (dále zařízení SX). Výsledkem jsou odlišnosti v přesnosti v
důsledku použití jiných modelů senzorů v zařízeních. Pro vyšší přesnosti akcelerome-
tru je naměřený průběh monitorovací metody přirozeně hladší, jelikož je v intervalu
jedné sekundy zaznamenán vyšší počet hodnot, z nichž jsou kroky indikovány. To
ostatně vede i ke zvýšení přesnosti, je ovšem třeba dbát na nastavení hodnoty mini-
málního prahu citlivosti, která je pro započítávání kroků směrodatná. Pokud je práh
nastaven příliš vysoko, může docházet k nadměrnému započítávání kroků. Rozdíly
ve standardní konfiguraci uvádí tabulka 4.1, ostatní parametry jsou pro různá za-
řízení stejné. Třetí testovací zařízení uvedené v příloze A, resp. Flytouch Superpad
6 bylo vzhledem k jeho nedostatečné senzorové vybavenosti (disponuje pouze akce-
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lerometrem) možné použít pouze pro metodu měření krátkých vzdáleností, jelikož
ostatní metody zahrnují i práci s daty magnetometru.
Tab. 4.1: Konfigurace testovacích zařízení před měřením.
Přesnost senzoru nejnižší (NORMAL) střední UI nejnižší (NORMAL)
Zařízení zařízení SE zařízení SE zařízení SX
min. interval trvání kroku (s) 0,1 0,2 0,2 %
min. práh citlivosti m/s2 0,25 2,5 2,5 %
Dále zveřejňované výsledky měření jsou rozděleny do dvou skupin podle délky
trasy. Jelikož je aplikace původně navrhována pro monitorování pohybu v uzavře-
ném objektu, kde není možné využití technologie GPS, jsou prvotně předkládány
výsledky měření v budově. Konkrétně se jedná o první nadzemní podlaží rodinného
domu. V příloze E je na obrázku E.1 uveden náhled na tři rozdílné trasy zakreslené
do plánku a následující srovnání tras s výsledky získaných měřením. Počet aplikací
indikovaných kroků pro jednotlivé trasy se s tolerancí jednoho kroku shodoval s re-
álnými hodnotami. Jinak tomu ovšem bylo při měření v terénu uvedeném v příloze
F pro trasy na obrázku F.1, kde byla mezi reálným a naměřeným počtem kroků
zjištěna chyba v průměru okolo 11,23 %, jak udává tabulka F.1 a to i s údaji o dél-
kách tras v závorkách pro krok přibližné délky 75 cm. Mé původní domněnky hovoří
o tom, že se mohlo jednat o chybné nastavení prahu citlivosti nebo nebyly kroky in-
dikovány kvůli nedostatečné fixaci zařízení při uložení v kapse. Skutečnost je ovšem
taková, že se jednalo o nedostatečnou citlivost akcelerometru. V důsledku poddi-
menzováné indikaci kroků byla do aplikace přidána možnost uživatelského nastavení
citlivosti tohoto senzoru.
S přidáním možnosti nastavení citlivosti akcelerometru jsem se uchýlil k ex-
perimentu za účelem posoudit přesnost měření orientace během cestování autobu-
sem městské hromadné dopravy číslo 53 mezi zastávkami Podnikatelská a Židenice,
kasárna ve městě Brně (cca 10 km). Měření bylo zahájeno krátce před nástupem
do vozidla a je tedy zaznamenán i vliv neustálení zařízení během měření a po-
hyb před dohledáním místa k sezení. Citlivost senzoru byla pro měření zvýšena
na manager.SENSOR_DELAY_UI a práh citlivosti snížen na hodnotu 0,88 m/s2 z ob-
vyklé 2,5 m/s2. Hodnota prahu byla současně nastavena dostatečně vysoko, aby ne-
byl zaznamenáván pohyb ve chvílích, kdy vozidlo stálo v zastávce. Jelikož se ovšem
indikace kroků při tomto experimentu nedá považovat za směrodatnou, resp. probí-
hala nekontrolovaně i se slabými záchvěvy, jsou výsledné poměry jednotlivých úseků
trasy neúměrné skutečnosti. V průběhu měření došlo několikrát k chybnému roz-
poznání natočení (zaznačeno podbarvením) a v důsledku toho k nepřirozenému za-
křivení grafu snímané trasy. Jedním z příkladů je otočení zařízení o 360 ° během
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nájezdu na most. Chybu lze logicky zdůvodnit „hladkou“ jízdou vozidla bez otřesů,
což způsobilo nedostatečnou indikaci lokálních minim akcelerací. V dalších případech
se jednalo převážně o chybné zaznamenávání úhlů, což mohlo být vedle nepřesnosti
magnetometru v užití digitální kompasu způsobeno výskytem magnetických polí
na trase (transformátorových stanic, trolejí nad vozovnou apod.). Grafickou vizua-
lizaci trasy znázorňuje obrázek G.1 v příloze G, kde je zobrazen reálný tvar trasy
(vlevo), naměřený průběh s opravou v kritických bodech (uprostřed) a dílčí namě-
řené průběhy pro jednotlivé úseky. Kvůli nedostatečné šířce stránky byl obrázek
přizpůsoben otočením, což se projevuje na přidané kompasové růžici.
Důležité je také zmínit inkrementační chybu, která se v případě některých mě-
ření objevila a bylo tak nutné, provézt měření znovu. Tento problém se vyskytuje
ojediněle v monitorovacím grafu, vždy pouze ve II. kvadrantu a vyznačuje se nepři-
rozenými zákmity pozorované křivky. Jelikož při opakovaní měření na stejném úseku
postačilo zařízení otočit v kapse displejem směrem ven a chyba se pak v měření již
neprojevila, může jít logicky o mezní případ při natočení zařízení konkrétním smě-
rem a pak dochází k nesprávnému přepočtu orientace. Tento problém se mi ovšem
nepodařilo opravit, jelikož mi není plně známa jeho příčina a zdrojový kód aplikace
se zdá být v pořádku.
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5 ZÁVĚR
Předmětem diplomové práce je rozbor metod vhodných pro měření vzdálenosti
za pomocí senzorů mobilního telefonu. Tyto metody využívají k monitorování po-
hybu zařízení rozdílného přístupu k výstupním hodnotám vestavěného akcelerome-
tru a magnetometru. Metoda měření krátkých vzdáleností dostatečně demonstruje
nepřesnosti akcelerometru, zatímco metoda pro monitorování pohybu zařízení je di-
menzována pro podstatně delší vzdálenosti a sleduje hodnoty jen ve vymezeném
spektru. Měření vzdálenosti může být ovšem pojato i jako pouhé zjištění distance
mezi pozorovatelem a objektem a pro tento počin je nejvhodnějším dostupným sen-
zorem právě digitální fotoaparát a natočení zařízení je zjišťováno za pomocí rotační
matice a přístupu přes konstantu SensorManager.getOrientation(). Ve spojitosti
s popisovanými metodami zahrnuje práce i základní principy funkce použitých po-
lohovacích senzorů.
V průběhu zpracování diplomové práce jsem se seznámil s programováním apli-
kací pro platformu Android v jazyce Java. Výsledkem tohoto úsilí je aplikace de-
monstrující popisované metody v praxi. Osvědčené zdrojové kódy a nutné deklarace
pro přístup k senzorům byly čerpány z doporučeného zdroje [17]. Metodika práce
s výstupními daty je pro některé případy známa, v případech jiných se jedná o
logické odvozování a modifikace těchto postupů, jako například výpočet zaměřo-
vané plochy pomocí fotoaparátu. Zdrojové kódy jsou většinou (až na třídu využitou
pro vykreslování grafů) mým dílem.
Z výsledků dosažených implementovanými metodami pro sledování pohybu za-
řízení lze říci, že přesnost akcelerometru a magnetometru jako celku je v závislosti
na okolních podmínkách silně různorodá a chyby vznikající nahodile a mnohdy z ne-
jasných příčin (např. inkrementační chyba v monitorovacím grafu pro II. kvadrant)
mají na přesnost těchto senzorů nepříjemný dopad. Při experimentálních měřeních
uvedených v přílohách E až G jsem měl dokonce pocit, že je rozložení hodnot úhlů
pro rotační matici výrazně nerovnoměrné. Senzory používané v současných mobil-
ních zařízeních jsou nízkonákladové a s tím je také spojena úroveň jejich přesnosti,
jelikož jsou určeny převážně pro využití v aplikacích, pro které není přesnost sen-
zorů příliš směrodatná (např. natočení displeje, hry). Oproti monitorovacím meto-
dám je v aplikaci implementována i metoda pro měření vzdálenosti pomocí fotoa-
parátu, která podává (v závislosti na zaměřeném bodu) relativně přesné výsledky
a to je důvod se domnívat, že jsou senzory mobilního zařízení uzpůsobeny spíše
k měření na místě, resp. bez výrazného posunu v prostoru.
V práci je popsána metodika optimalizace aplikace, kterou se ovšem z časo-
vých důvodů nepodařilo realizovat. Aplikace sice využívá minimální nutný pra-
covní prostor, není ovšem schopná zaznamenávat data při uzamknutí, (resp. vy-
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pnutém displeji) zařízení. Realizaci pasivního módu lze provézt za pomocí metody
getSystemService(Context.POWER_SERVICE) a založením tzv. WakeLock, který
zajišťuje funkčnost aplikace i pokud není zrovna aktivní. Dále práce nezahrnuje
přímou ukázku exportů dat z monitorovací metody, jelikož považuji za dostačující
uvedení formátování exportu a konkrétní data mohou být bez znalosti individuál-
ního nastavení senzorů pro čtenáře nesrozumitelná. Stejně tak je třeba zmínit důvod,
proč práce nezahrnuje snímky z prostředí aplikace. Pro možnost pořizování snímků
je totiž nutný „root“ zařízení, tedy jeho odemknutí pro systémové zásahy a tím
by došlo k porušení záruční smlouvy.
V rámci rozhledu pro rozšíření aplikace je možné vedle její optimalizace uvézt
využití širšího spektra filtračních metod pro surová data akcelerometru, jelikož právě
tento senzor je zdrojem nahodilých chyb, které mají nežádoucí vlivy na přesnost
měření.
Přiložené CD obsahuje kromě elektronického textu práce a zdrojových kódů apli-
kace (včetně spustitelného APK souboru) i adresář s uvedenými dokumenty ze sítě
internet, ze kterých je v práci čerpáno a jejich životnost a dohledatelnost může být
nejistá.
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A PŘÍLOHA A
Tab. A.1: Technické parametry testovacích zařízení.
Název přístroje SE1 X10 mini pro [20] Sony Xperia Go ST27i [21] Flytouch Superpad 6 [19]
Verze OS Android 2.1 2.3 Android 4.0.3
Typ procesoru Qualcomm MSM7227 ST-Ericsson U8500 ARM
Typ jádra 1x ARM1136 2x Cortex-A9 1x Cortex-A8
Takt procesoru 600 MHz 1 000 MHz 1Ghz
Paměť RAM 256 MB 512 MB 1GB
Uživatelská paměť 128 MB 8 GB 8GB
Podpora paměťové karty ANO (microSDHC) ANO (microSDHC) ANO (microSDHC)
Úhlopříčka displeje 2,6" 3,5" 10,1"
Rozlišení displeje (px) 240 x 320 320 x 480 1024 x 600
Jemnost displeje (DPI) 154 165 160
Vestavěné senzory
Digitální fotoaparát 5 Mpx 5 Mpx 1,3 Mpx
Rozlišení fotoaparátu (px) 2592 x 1944 2592 x 1944 1280 x 1024
Akcelerometr ANO ANO ANO
Magnetometr ANO ANO NE
Gravitační senzor NE ANO ANO
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B PŘÍLOHA B
Zdrojový kód třídy CameraMeas.class:
package com.example.distmeasapp;
// importované balíčky
public class CameraMeas extends Activity implements View.OnClickListener,
SensorEventListener {
private int state;
private float []magn = new float[3];
private float []accel = new float[3];
private float []result = new float[3];
private Camera mCamera;
private CameraPreview mPreview;
private SensorManager manager;
private boolean magn_rdy = false, accel_rdy = false;
private double roll1 = -1000, roll2, an, an1, an2, a;
@Override
protected void onCreate(Bundle savedInstanceState) {
super.onCreate(savedInstanceState);
setContentView(R.layout.camera_meas);
// zajištění celoobrazovkového režimu
getWindow().addFlags(WindowManager.LayoutParams.FLAG_FULLSCREEN | WindowMana
ger.LayoutParams.FLAG_KEEP_SCREEN_ON);
manager = (SensorManager) this.getSystemService(SENSOR_SERVICE);
// připojení kamery
try {mCamera = Camera.open(); // zalozeni instance Camera}
catch (Exception e){Toast.makeText(CameraMeas.this, "Fotoaparát není k
dispozici"+e.getMessage(), Toast.LENGTH_SHORT ).show();}
// vytvoření preview
mPreview = new CameraPreview(this, mCamera);
FrameLayout preview = (FrameLayout) findViewById(R.id.camera_preview);
preview.addView(mPreview);
// zavedení odchytávacího tlačítka
Button captureButton = (Button) findViewById(R.id.button_capture);
captureButton.setOnClickListener(this);
final Button methodButton = (Button) findViewById(R.id.button_method);
methodButton.setOnClickListener(new View.OnClickListener() {
@Override
public void onClick(View v) {
TextView view2 = (TextView) findViewById(R.id.textView2);
if(state==0) {state=1; view2.setText("Metoda:\nměření obsahu");}
else {state=0; view2.setText("Metoda:\nměření výšky");}
}});}
@Override
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public void onClick(View v) {
magn_rdy = false; accel_rdy = false; String txt;
double height, dist1, dist2;
TextView view1 = (TextView) findViewById(R.id.textView1);
String s = ""; EditText et;
et = ((EditText) findViewById(R.id.editText1));
// umožnění editovatelnosti výšky uživatelem
try {
txt = et.getText().toString();
height = Double.parseDouble(txt);
} catch (NumberFormatException e) {
// pokud se nepodaří nasadit zadanou hodnotu
height = 1.5; et.setText("1.5");
}
// kontrola výběru metody
if(state==0) { // metoda měření výšky objektu
if(roll1==-1000) { // není proveden první krok
roll1 = (Math.PI / 2) + result[2]; // vystředěni nulové roviny
if (Math.tan(roll1) > 4 || Math.tan(roll1) < -2) {
Toast.makeText(CameraMeas.this, "Postav se dále od zaměřovaného
objektu! Měření bylo zresetováno.", Toast.LENGTH_SHORT ).show();
roll1 = -1000;
return;
} else {
// výpočet vzdálenosti od objektu
dist1 = height / Math.tan(roll1);
s = String.format( "Vzdálenost: %.2f m", dist1 );
}
} else {
// vystředění nulové hodnoty
double roll2 = - result[2] - (Math.PI / 2);
// výpočet vzdálenosti od objektu
dist1 = height / Math.tan(roll1);
// výpočet výšky objektu
dist2 = height * (Math.tan(roll2) + Math.tan(roll1)) / Math.tan(roll1);
s = String.format( "Vzdálenost: %.2f m\nVýška: %.2f m", dist1, dist2 );
roll1 = -1000;
}} else { // metoda pro výpoče obsahu plochy
if(roll1==-1000) { // není proveden prvni krok
// vystředění nulové roviny
roll1 = (Math.PI / 2) + result[2]; an1 = Math.toDegrees(result[0]);
if (Math.tan(roll1) > 4 || result[2] < -(Math.PI / 2)) {
Toast.makeText(CameraMeas.this, "Postav se dále od zaměřovaného
objektu! Měření bylo zresetováno.", Toast.LENGTH_SHORT ).show();
roll1 = -1000; an1 = 0; return;
} else {
dist1 = height / Math.tan(roll1); // výpočet vzdálenosti od objektu
s = String.format("* Vzdálenosti bodů *\nI.bod: %.2f m", dist1 );
}} else {
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// vystředění nulové hodnoty
roll2 = (Math.PI / 2) + result[2]; an2 = Math.toDegrees(result[0]);
// řešení problému nuly při horizontální rotaci
if(angle > angle2) {
angle = (angle2 < -90)?(360 - angle - angle2):(angle - angle2);
} else {
angle = (angle < -90)?(360 - angle2 - angle):(angle2 - angle);
}
angle = Math.abs((angle>180)?(360 - angle):(angle)); an = an1;
// vyhrazení měřitelného prostoru
if (Math.tan(roll2) > 4 || result[2] < -(Math.PI / 2)) {
Toast.makeText(CameraMeas.this, "Postav se dále od zaměřovaného
objektu! Měření bylo zresetováno.", Toast.LENGTH_SHORT ).show();
roll1 = -1000; an1 = 0; an2 = 0; return;
} else { // výpočet vzdáleností od objektů
dist1 = height / Math.tan(roll1); dist2 = height / Math.tan(roll2);
if(dist1 > dist2) { // hledání větší ze vzdáleností
if(an1 < Math.PI/2) {
a = Math.abs(dist2 * Math.sin(an1));
content = a * (Math.abs(dist1 - Math.sqrt((dist2 * dist2)-(a * a))));
} else {
an1 = 180 - an1; a = Math.abs(dist2 * Math.sin(an1));
content = a * (Math.abs(dist1 + Math.sqrt((dist2 * dist2)-(a * a))));
}} else {
if(an1 < 90) {
a = Math.abs(dist1 * Math.sin(an1));
content = a * (Math.abs(dist2 - Math.sqrt((dist1 * dist1)-(a * a))));
} else {
an1 = 180 - an1;
a = Math.abs(dist1 * Math.sin(an1));
content = a * (Math.abs(dist2 + Math.sqrt((dist1 * dist1)-(a * a))));
}}
s = String.format("* Vzdálenosti bodů *\nI.bod: %.2f m\nII.bod:
%.2f m\nRotace: %.2f °\nObsah plochy: %.2f m^2",dist1,dist2,an,content);
} roll1 = -1000; an1 = 0; an2 = 0; a = 0; content = 0;
}} view1.setText(s);
private void releaseCamera(){
if (mCamera != null){mCamera.release(); mCamera = null;}}
@Override
public void onAccuracyChanged(Sensor arg0, int arg1) {}
@Override
public void onSensorChanged(SensorEvent event) {
switch (event.sensor.getType()) {
case Sensor.TYPE_MAGNETIC_FIELD: // uložení dat magnetometru
magn = event.values.clone(); magn_rdy = true; break;
case Sensor.TYPE_ACCELEROMETER: // uložení dat akcelerometru
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accel = event.values.clone(); accel_rdy = true; break;
default: return;
}
if (magn != null && accel != null && magn_rdy && accel_rdy) {
float[] rot = new float[16], axis = new float[16];
// výpočet rotační matice a určení směru
SensorManager.getRotationMatrix(rot, axis, accel, magn);
SensorManager.getOrientation(rot, result);
ProgressBar view = (ProgressBar) findViewById(R.id.progressBar1);
// přepočet radiánů na data pro vodováhu
view.setProgress((int) (1000 * (result[1] + Math.PI / 2) / (Math.PI)));
}}
@Override
protected void onResume() {
super.onResume();
// registrace třídy jako sledovače orientace a akcelerace
manager.registerListener(this,
manager.getDefaultSensor(Sensor.TYPE_ACCELEROMETER),
manager.SENSOR_DELAY_NORMAL);
manager.registerListener(this,
manager.getDefaultSensor(Sensor.TYPE_MAGNETIC_FIELD),
manager.SENSOR_DELAY_NORMAL);
}
@Override
protected void onPause() { // odregistrace sledovače
super.onPause(); manager.unregisterListener(this); releaseCamera();}}
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Zdrojový kód třídy CameraPreview.class:
package com.example.distmesapp;
// importované balíčky
public class CameraPreview extends SurfaceView implements SurfaceHolder.
Callback {
private SurfaceHolder mHolder;
private Camera mCamera;
public CameraPreview(Context context, Camera camera) {
super(context);
mCamera = camera;
mHolder = getHolder();
mHolder.addCallback(this);
mHolder.setType(SurfaceHolder.SURFACE_TYPE_PUSH_BUFFERS);
}
public void surfaceCreated(SurfaceHolder holder) {
// Je-li vytvořeno Surface, jdi na toto misto pro tvorbu preview.
try {
mCamera.setPreviewDisplay(holder);
mCamera.startPreview();
} catch (Exception e) {}
}
public void surfaceDestroyed(SurfaceHolder holder) {}
public void surfaceChanged(SurfaceHolder holder, int format, int w, int h) {
// Nastavení pro případnou rotaci nebo změnu pozice preview.
// pokud preview surface neexistuje
if (mHolder.getSurface() == null){return;}
// stop preview před provadením změn
try {mCamera.stopPreview();}
catch (Exception e){}
// start preview s novým nastavením.
try {
mCamera.setPreviewDisplay(mHolder);
mCamera.startPreview();
} catch (Exception e){
}}}
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C PŘÍLOHA C
Zdrojový kód třídy ShortMeas.class:
package com.example.distmeasapp;
// importované balíčky (java, android)
public class ShortMeas extends Activity implements SensorEventListener {
private int buffersize = 10000, state, step;
private double []gravity = new double[3];
/* deklarace privátních polí typu double o velikosti buffersize
T, X, Y, Z, Xg, Yg, Zg, Vx, Vy, Vz, Sx, Sy, Sz
*/
private double distA, distB, VxMax, VyMax, VzMax;
private double alpha = 0.8f; // konstanta pro low-pass filtr
private long multiply = 1000000000, res, temp;
private String string2 = "";
private SensorManager mSensorManager;
private Sensor grav;
@Override
protected void onCreate(Bundle savedInstanceState) {
super.onCreate(savedInstanceState);
setContentView(R.layout.short_meas);
mSensorManager = (SensorManager) getSystemService(Context.SENSOR_SERVICE);
grav = mSensorManager.getDefaultSensor(Sensor.TYPE_GRAVITY);
}
// rutina tlačítka pro zahájení a konec měření
public void btnClicked(View view) {
TextView view1 = (TextView) findViewById(R.id.TextView1);
String s = "";
Button textChange = (Button)findViewById(R.id.button1);
if (state == 0) {
state = 1; // zapnutí měření
step = 0;
textChange.setText("Ukončit měření");
Arrays.fill(Vx, 0); Arrays.fill(Vy, 0); Arrays.fill(Vz, 0);
Arrays.fill(Sx, 0); Arrays.fill(Sy, 0); Arrays.fill(Sz, 0);
distA = 0; distB = 0; VxMax = 0; VyMax = 0; VzMax = 0;
} else {
state = 0; // vypnutí měření
textChange.setText("Zahájit měření");
String string = "";
if (Environment.getExternalStorageState().equals(Environment.
MEDIA_MOUNTED)) {
string = "krok\tX\tY\tZ\tXg\tYg\tZg\tVx\tVy\tVz\tSx\tSy\tSz\tT\r\n0\t"
+ X[0] + "\t" + Y[0] + "\t" + Z[0] + "\t"
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+ Xg[0] + "\t" + Yg[0] + "\t" + Zg[0] + "\t"
+ Vx[0] + "\t" + Vy[0] + "\t" + Vz[0] + "\t"
+ Sx[0] + "\t" + Sy[0] + "\t" + Sz[0] + "\t"
+ T[0] + ";\r\n";
} else Toast.makeText(this,"Paměťová karta není přístupná.",Toast.
LENGTH_SHORT).show();
for (int i = 1; i < step+1; i++) {
if (Environment.getExternalStorageState().equals(Environment.
MEDIA_MOUNTED))
string = string + i + "\t" + X[i]+ "\t" + Y[i]+ "\t" + Z[i]
+ "\t" + Xg[i]+ "\t" + Yg[i]+ "\t" + Zg[i] + "\t";
// převod akcelerací na rychlost
Vx[i] = Vx[i-1] + (Xg[i] * T[i]); Vy[i] = Vy[i-1] + (Yg[i] *
T[i]); Vz[i] = Vz[i-1] + (Zg[i] * T[i]);
if (Environment.getExternalStorageState().equals(Environment.
MEDIA_MOUNTED))
string = string + Vx[i]+ "\t" + Vy[i]+ "\t" + Vz[i] + "\t";
// maximální rychlost pohybu pro jednotlivé osy
if (Vx[i] > VxMax) VxMax = Vx[i];
if (Vy[i] > VyMax) VyMax = Vy[i];
if (Vz[i] > VzMax) VzMax = Vz[i];
// převod rychlostí na souřadnice bodů
Sx[i] = Sx[i-1] + 0.5 * (Vx[i-1] + Vx[i]) * T[i];
Sy[i] = Sy[i-1] + 0.5 * (Vy[i-1] + Vy[i]) * T[i];
Sz[i] = Sz[i-1] + 0.5 * (Vz[i-1] + Vz[i]) * T[i];
if (Environment.getExternalStorageState().equals(Environment.
MEDIA_MOUNTED))
string = string + Sx[i]+ "\t" + Sy[i]+ "\t" + Sz[i] + "\t" +
T[i] + "\r\n";
if (i>1) // celková vzdálenost
distA = distA + Math.sqrt((Sx[i]-Sx[i-1])*(Sx[i]-Sx[i-1])+
(Sy[i]-Sy[i-1])*(Sy[i]-Sy[i-1])+(Sz[i]-Sz[i-1])*(Sz[i]-Sz[i-1]));
}
// vzdálenost počátečního a koncového bodu
distB = Math.sqrt((Sx[1]-Sx[step])*(Sx[1]-Sx[step])+(Sy[1]-Sy[step])*
(Sy[1]-Sy[step])+(Sz[1]-Sz[step])*(Sz[1]-Sz[step]));
if (Environment.getExternalStorageState().equals(Environment.
MEDIA_MOUNTED)) {
string = string + "\r\n VxMax: " + VxMax + "\r\n VyMax: " + VyMax +
"\r\n VzMax: " + VzMax + "\r\n distA: " + distA + "\r\n distB: " +
distB + "\r\nsteps: " + step;
}
s = "Maximální rychlosti pro osy:" + "\nX: " + VxMax + "\nY: " +
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VyMax + "\nZ: " + VzMax +
"\n\nVzdálenost:" + "\n- celková: " + distA + "\n- vzdušnou čarou:
" + distB + "\n\nVyužití bufferu: " + step + " z " + buffersize;
view1.setText(s); distA = 0; distB = 0;
// export dat do souboru
if (Environment.getExternalStorageState().equals(Environment.
MEDIA_MOUNTED)) {string = string + string2; getOutputExport(string);}
}}
@Override
public void onAccuracyChanged(Sensor sensor, int accuracy) {}
@Override
public void onSensorChanged(SensorEvent event) {
TextView view = (TextView) findViewById(R.id.TextView1); String s = "";
// kód upřednostňovaný pro verze OS Android v2.3 a vyšší
if (event.sensor.getType() == Sensor.TYPE_GRAVITY) {
gravity[0] = event.values[0]; gravity[1] = event.values[1];
gravity[2] = event.values[2];
}
if (event.sensor.getType() == Sensor.TYPE_ACCELEROMETER) {
if (grav == null) {
gravity[0] = alpha * gravity[0] + (1 - alpha) * event.values[0];
gravity[1] = alpha * gravity[1] + (1 - alpha) * event.values[1];
gravity[2] = alpha * gravity[2] + (1 - alpha) * event.values[2];
}
if (state == 1) {
step = step + 1;
if (step<buffersize) {
temp = System.nanoTime();
T[step] = ((double) (temp - res)) / multiply; res = temp;
X[step] = event.values[0]; Xg[step] = X[step] - gravity[0];
Y[step] = event.values[1]; Yg[step] = Y[step] - gravity[1];
Z[step] = event.values[2]; Zg[step] = Z[step] - gravity[2];
s = "Krok: " + step +
"\nT: " + T[step] + " s" + "\nX: " + X[step] + " m/s^2" +
"\nY: " + Y[step] + " m/s^2" + "\nZ: " + Z[step] + " m/s^2" +
"\nXg: " + Xg[step] + " m/s^2" + "\nYg: " + Yg[step] + " m/s^2" +
"\nZg: " + Zg[step] + " m/s^2" + "\nTime:" + System.nanoTime()/1000000;
}
else {s = "Krok: " + step + "\nBuffer byl přeplněn."; state = 0;}
view.setText(s);
} else { // počáteční stav
X[0] = event.values[0]; Xg[0] = X[0] - gravity[0];
Y[0] = event.values[1]; Yg[0] = Y[0] - gravity[1];
Z[0] = event.values[2]; Zg[0] = Z[0] - gravity[2];
res = System.nanoTime(); T[0] = 0;}}}
57
@Override
protected void onResume() {
super.onResume();
// registrace třídy jako sledovač orientace a akcelerace
mSensorManager.registerListener(this,
mSensorManager.getDefaultSensor(Sensor.TYPE_ACCELEROMETER),
mSensorManager.SENSOR_DELAY_NORMAL);
mSensorManager.registerListener(this,
mSensorManager.getDefaultSensor(Sensor.TYPE_GRAVITY),
mSensorManager.SENSOR_DELAY_NORMAL);
}
@Override // odregistrace sledovačů
protected void onPause() {
super.onPause(); mSensorManager.unregisterListener(this);
}
public void getOutputExport(String string){
// Vytvoření adresáře pro exporty, pokud neexistuje
File folder = new File(Environment.getExternalStorageDirectory(),
"DMA-export");
if (! folder.exists()){
if (! folder.mkdirs()) {
Toast.makeText(this, "Nepodařilo se vytvořit adresář " + folder.getPath()
+ ".", Toast.LENGTH_SHORT ).show();
return;
}
else Toast.makeText(this, "Vytvořen adresář "+Environment.
getExternalStorageDirectory().getPath(), Toast.LENGTH_SHORT).show();
}
// vytvoření textového souboru
String fileName = "export_SM_"+new SimpleDateFormat("yyyy_MM_dd_HH_mm_ss").
format(new Date()) + ".txt";
try {
File textFile = new File(folder, fileName);
FileWriter writer = new FileWriter(textFile);
writer.append(string); writer.flush(); writer.close();
Toast.makeText(this, "Export dat do souboru " + fileName + " proběhl
úspěšně.", Toast.LENGTH_SHORT).show();
}
catch (FileNotFoundException e) {}
catch (IOException e) {}
}}
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D PŘÍLOHA D
Zdrojový kód třídy LongMeas.class:
package com.example.distmeasapp;
// importované balíčky
public class LongMeas extends Activity implements SensorEventListener,
OnSeekBarChangeListener { private boolean magn_rdy = false, beep = false;
private int bufferSize = 50000, bufferSmall = bufferSize/10, del = 0, nof = 100,
sens = 1, state, step, steps = 0, proc = 0;
// deklarace polí typu float o velikosti 3: magn, accel, result, gravity
// deklarace polí typu double o velikosti bufferSize: T, Xg, Yg, Zg, A
// deklarace polí typu double o velikosti bufferSmall: maxA, maxR0, maxR1, maxR2,
maxT, posunR0, posunR1, posunR2, graph2x, graph2y
// deklarace polí typu double o velikosti nof: tempX, tempY, tempZ
private double []array = new double[7];
/* delay - vzdálenost mezi kroky, fix - ustálení před měřením, <threshold, threshold2>
- vertikální hranice pro sledování kroků thrCoef - koeficient pro sledování zákmitů */
private double delay, fix, lastMin, threshold, threshold2, thrCoef = 0.75f, los;
private float alpha = 0.8f, beta = 0.25f; // konstanta pro low-pass filter
private long multiply = 1000000; // násobek pro ustálení jednotky casu (ms)
private long res;
private String string, string1 = "", string2 = "", textSens;
private SensorManager manager;
private Sensor grav;
private GraphViewSeries graph1x, graph1h, graph1t, graph2;
private GraphView graphView1, graphView2;
@Override
protected void onCreate(Bundle savedInstanceState) {
super.onCreate(savedInstanceState);
setContentView(R.layout.long_meas);
getWindow().addFlags(WindowManager.LayoutParams.FLAG_FULLSCREEN | WindowManager.
LayoutParams.FLAG_KEEP_SCREEN_ON);
// deklarace posuvníků pro sledovače
final SeekBar fixBar = (SeekBar) findViewById(R.id.seekBar1);
fixBar.setOnSeekBarChangeListener(this);
final SeekBar thresholdBar = (SeekBar) findViewById(R.id.seekBar2);
thresholdBar.setOnSeekBarChangeListener(this);
final SeekBar nofBar = (SeekBar) findViewById(R.id.seekBar3);
nofBar.setOnSeekBarChangeListener(this);
final SeekBar losBar = (SeekBar) findViewById(R.id.seekBar4);
losBar.setOnSeekBarChangeListener(this);
final SeekBar delayBar = (SeekBar) findViewById(R.id.seekBar5);
delayBar.setOnSeekBarChangeListener(this);
final SeekBar sensBar = (SeekBar) findViewById(R.id.seekBar6);
sensBar.setOnSeekBarChangeListener(this);
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// rutina spouštěcího tlačítka (se změnou popisku)
final Button textChange = (Button) findViewById(R.id.button1);
textChange.setOnClickListener(new View.OnClickListener() {
@Override
public void onClick(View v) {
// zapnutí měření
if (state == 0) {
state = 1;
if(del == 0 || del == 3) {res = System.nanoTime(); T[0] = 0;}
fix = fixBar.getProgress();
nof = nofBar.getProgress() + 1;
los = losBar.getProgress() / 100.0;
delay = delayBar.getProgress() / 100.0;
sens = sensBar.getProgress();
threshold = thresholdBar.getProgress() / 100.0;
maxA[0] = 0;
maxT[0] = 0;
del = 2; // v prubehu mereni nelze mazat
textChange.setText("Pozastavit");
} else { // pozastavení měření
state = 0; del = 1; textChange.setText("Spustit");
}}});
// rutina tlačítka pro resetování uživatelského nastavení
final Button resetSet = (Button) findViewById(R.id.button3);
resetSet.setOnClickListener(new View.OnClickListener() {
@Override
public void onClick(View v) {
if(del!=2) {
CheckBox save1 = (CheckBox) findViewById(R.id.checkBox3);
CheckBox save2 = (CheckBox) findViewById(R.id.checkBox4);
CheckBox choice = (CheckBox) findViewById(R.id.checkBox2);
save1.setChecked(true); save2.setChecked(false);
choice.setChecked(true); fixBar.setProgress(3);
delayBar.setProgress(20); thresholdBar.setProgress(25);
if (sens > 1) thresholdBar.setProgress(250); nofBar.setProgress(1);
losBar.setProgress(65); sensBar.setProgress(1);
}}});
// inicializace dat pro oba grafy (pomocí třídy GraphView)
graph1x = new GraphViewSeries("X", new GraphViewSeriesStyle(Color.rgb(255, 0, 0),1),
new GraphViewData[]{new GraphViewData(1,0)});
graph1h = new GraphViewSeries("H", new GraphViewSeriesStyle(Color.rgb(0, 0, 255),1),
new GraphViewData[]{new GraphViewData(1,0)});
graph1t1 = new GraphViewSeries("T1", new GraphViewSeriesStyle(Color.rgb(0, 0, 0),1),
new GraphViewData[]{new GraphViewData(1,0)});
graph1t2 = new GraphViewSeries("T2", new GraphViewSeriesStyle(Color.rgb(0, 0, 0),1),
new GraphViewData[]{new GraphViewData(1,0)});
graph2 = new GraphViewSeries("2", new GraphViewSeriesStyle(Color.rgb(255, 0, 0),1),
new GraphViewData[]{new GraphViewData(1,0)});
graphView1 = new LineGraphView(this, ""); graphView2 = new LineGraphView(this, "");
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graphView1.addSeries(graph1x); graphView1.addSeries(graph1h);
graphView1.addSeries(graph1t1); graphView1.addSeries(graph1t2);
graphView1.setViewPort(2 , 20);
graphView1.setScrollable(true); graphView1.setScalable(true);
LinearLayout layout1 = (LinearLayout) findViewById(R.id.tab2);
layout1.addView(graphView1);
graphView2.addSeries(graph2); graphView2.setViewPort(2 , 40);
graphView2.setScrollable(true); graphView2.setScalable(true);
LinearLayout layout2 = (LinearLayout) findViewById(R.id.tab3);
layout2.addView(graphView2);
// definice záložek pro TabView
TabHost tabHost = (TabHost)findViewById(R.id.tabhost);
tabHost.setup();
TabSpec spec1=tabHost.newTabSpec("Tab 1"); spec1.setContent(R.id.tab1);
spec1.setIndicator("Výpis"); tabHost.addTab(spec1);
TabSpec spec2=tabHost.newTabSpec("Tab 2"); spec2.setContent(R.id.tab2);
spec2.setIndicator("Diagnostika"); tabHost.addTab(spec2);
TabSpec spec3=tabHost.newTabSpec("Tab 3"); spec3.setContent(R.id.tab3);
spec3.setIndicator("Monitoring"); tabHost.addTab(spec3);
TabSpec spec4=tabHost.newTabSpec("Tab 4"); spec4.setContent(R.id.tab4);
spec4.setIndicator("Nastavení"); tabHost.addTab(spec4);
// změna výšky pro hlavičku záložky
tabHost.getTabWidget().getChildAt(0).getLayoutParams().height = 30;
tabHost.getTabWidget().getChildAt(1).getLayoutParams().height = 30;
tabHost.getTabWidget().getChildAt(2).getLayoutParams().height = 30;
tabHost.getTabWidget().getChildAt(3).getLayoutParams().height = 30;
manager = (SensorManager) getSystemService(Context.SENSOR_SERVICE);
grav = manager.getDefaultSensor(Sensor.TYPE_GRAVITY);
// zavedení naslouchačů (listeners) pro jednotlivé senzory s nejnižší citlivostí
manager.registerListener(this,manager.getDefaultSensor(Sensor.TYPE_ACCELEROMETER),
manager.SENSOR_DELAY_NORMAL);
manager.registerListener(this,manager.getDefaultSensor(Sensor.TYPE_MAGNETIC_FIELD),
manager.SENSOR_DELAY_NORMAL);
manager.registerListener(this,manager.getDefaultSensor(Sensor.TYPE_GRAVITY),
manager.SENSOR_DELAY_NORMAL);
}
// rutina tlačítka pro reset měření včetně exportu dat
public void btnClicked(View view) {
CheckBox save1 = (CheckBox) findViewById(R.id.checkBox3);
CheckBox save2 = (CheckBox) findViewById(R.id.checkBox4);
CheckBox choice = (CheckBox) findViewById(R.id.checkBox2);
String textChoice = (choice.isChecked())?"minimy.":"maximy.";
EditText edit = (EditText) findViewById(R.id.editText1);
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String note = "";
// editovatelnost poznámky k měření
try {note = edit.getText().toString();}
catch (NumberFormatException e) {
// pokud se nepodaří nasadit uživatelem zadávanou hodnotu
edit.setText("Poznámky k měření...");}
switch (del) {
case 0: Toast.makeText(this,"Není třeba resetovat před prvním.",Toast.LENGTH_SHORT)
.show(); break;
case 1:
double dist = ((steps * los)*10000)/10000.0;
// uložení dat do exportu
if(save1.isChecked() || save2.isChecked()) {
string = "* Konfigurace měření *" +
"\r\nUstálení před měřením: " + fix + " s" +
"\r\nMinimální práh citlivosti: " + threshold + " m/s^2" +
"\r\nPočet low-pass filtrů: " + (nof - 1) +
"\r\nDélka kroku: " + los + " m" +
"\r\nCitlivost senzoru: " + textSens +
"\r\nPracováno je s " + textChoice +
"\r\n\r\n* Výsledky *" +
"\r\nProvedeno celkem kroků: " + steps +
"\r\nDélka měření: " + String.format("\t%.3f s",T[step]) +
"\r\nDélka trasy: " + String.format("\t%.2f m",dist) +
"\r\nPrůměrná rychlost pohybu: " + String.format("\t%.4f m/s (%.4f km/hod)",
speed, 3.6 * speed) + "\r\n\r\nPoznámky k měření:\r\n" + note + "\r\n";
if (save1.isChecked()) string += string1;
if (save2.isChecked()) string += string2;
getOutputExport(string);
}
// nulování proměnných, polí, dat grafů a resetování ViewPorts pro grafy
step = 0; steps = 0; res = 0; del = 3; beep = false;
threshold = 0.0; lastMin = 0.0; string1 = ""; string2 = "";
Arrays.fill(T, 0); Arrays.fill(Xg, 0); Arrays.fill(Yg, 0); Arrays.fill(Zg, 0);
Arrays.fill(A, 0); Arrays.fill(maxA, 0); Arrays.fill(maxT, 0);
Arrays.fill(maxR0, 0); Arrays.fill(maxR1, 0); Arrays.fill(maxR2, 0);
Arrays.fill(posunR0, 0); Arrays.fill(posunR1, 0); Arrays.fill(posunR2, 0);
Arrays.fill(graph2x, 0); Arrays.fill(graph2y, 0);
GraphViewData[] tt = new GraphViewData[1]; tt[0] = new GraphViewData(0,0);
graph1x.resetData(tt); graph1h.resetData(tt); graph1t1.resetData(tt);
graph1t2.resetData(tt); graph2.resetData(tt);
graphView1.setViewPort(2 , 20); graphView2.setViewPort(2 , 40);
Toast.makeText(this,"Hodnoty zresetovány.",Toast.LENGTH_SHORT).show(); break;
case 2: Toast.makeText(this,"Prve zastav měření.",Toast.LENGTH_SHORT).show(); break;
case 3: Toast.makeText(this,"Netřeba resetovat.",Toast.LENGTH_SHORT).show(); break;
}}
// rutina pro přehrátí zvuku pro nějakou akci
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public void playSound() { try {
Uri not = Uri.parse("android.resource://com.example.distmeasapp/"+R.raw.beep5);
Ringtone r = RingtoneManager.getRingtone(getApplicationContext(), not); r.play();
} catch (Exception e) {}}
@Override
public void onAccuracyChanged(Sensor arg0, int arg1) {}
@Override // zápis dat senzorů a okamžitý přepočet hodnot (výpočty do zvláštní metody)
public void onSensorChanged(SensorEvent event) {
TextView view = (TextView) findViewById(R.id.textView1);
CheckBox save1 = (CheckBox) findViewById(R.id.checkBox3);
CheckBox save2 = (CheckBox) findViewById(R.id.checkBox4);
CheckBox choice = (CheckBox) findViewById(R.id.checkBox2);
String s = "", s2 = "";
// kód upřednostňovaný pro verze OS Android v2.3 a vyšší
if (event.sensor.getType() == Sensor.TYPE_GRAVITY)
{gravity = event.values.clone();}
if (event.sensor.getType() == Sensor.TYPE_MAGNETIC_FIELD) {
magn = event.values.clone(); magn_rdy = true;
}
if (event.sensor.getType() == Sensor.TYPE_ACCELEROMETER) {
double cas = ((System.nanoTime() - res) / multiply) / 1000.0f; accel = event.values.clone();
if (grav == null) { // pokud je grav. senzor nedostupný, je grav. složka počítána
gravity[0] = alpha * gravity[0] + (1 - alpha) * event.values[0];
gravity[1] = alpha * gravity[1] + (1 - alpha) * event.values[1];
gravity[2] = alpha * gravity[2] + (1 - alpha) * event.values[2];
}
if (state >= 1) {
if (magn != null && magn_rdy) {
float[] rot = new float[16]; float[] axis = new float[16];
// výpočet rotační matice z dat akcelerometru a magnetometru
SensorManager.getRotationMatrix(rot, axis, accel, magn);
SensorManager.getOrientation(rot, result);
}
step = step + 1;
if (step<bufferSize) {
T[step] = cas;
// odečtení gravitační složky od surových dat akcelerometru
tempX[0] = accel[0] - gravity[0];
tempY[0] = accel[1] - gravity[1];
tempZ[0] = accel[2] - gravity[2];
// aplikace nof-1 low-pass filtrů
for(int i=1;i<nof;i++) { //tempX[i] je minuly krok
tempX[i] = beta * tempX[i] + (1 - beta) * tempX[i-1];
tempY[i] = beta * tempY[i] + (1 - beta) * tempY[i-1];
tempZ[i] = beta * tempZ[i] + (1 - beta) * tempZ[i-1];
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}Xg[step] = tempX[nof-1]; Yg[step] = tempY[nof-1]; Zg[step] = tempZ[nof-1];
A[step] = Math.abs(Xg[step])+Math.abs(Yg[step])+Math.abs(Zg[step]);
// jednorázově prováděné akce po vypršení limitu pro ustálení zařízení
if (cas >= fix && !beep) {
beep = true; playSound(); graph2x[0] = 0.0; graph2y[0] = 0.0;
maxR0[0] = result[0]; maxR1[0] = result[1]; maxR2[0] = result[2];
maxT[0] = T[step]; lastmin = (choice.isChecked())?0.0:10000.0;
string1 = "\r\n\r\nsteps\tT\tA\tthr2\trotX\trotY\trotZ\tposunRotX
\tposunRotY\tposunRotZ\tsouradniceX\tsouradniceY\r\n";
string2 = "\r\n\r\nstep\tT\tA\tXg\tYg\tZg\r\n";
}
if(cas >= fix && step>=2) {
if (choice.isChecked()) { // práce s minimy
threshold2 = lastMin * thrCoef; // lastmin musí klesnout o min. 1-thr2
array[0] = A[step - 1]; array[1] = A[step - 2];
array[2] = A[step]; array[3] = A[step - 1];
if (A[step-1] > lastMin) lastMin = A[step-1];
array[4] = A[step-1]; array[5] = threshold2;
array[6] = (sens < 2)?A[step -1]:lastMin;
} else { // práce s maximy
threshold2 = lastMin / thrCoef; // lastmin musí narůst o min. 1-thr2
array[0] = A[step - 2]; array[1] = A[step - 1];
array[2] = A[step - 1]; array[3] = A[step];
if (A[step-1] < lastMin) lastMin = A[step-1];
array[4] = threshold2; array[5] = A[step-1]; array[6] = A[step-1];
}
if (array[0] < array[1] && array[2] > array[3] && array[6] >= threshold
&& array[4] < array[5]) {
if((T[step-1] - maxT[steps]) > delay) { // kontrola doby mezi minimy/maximy
lastMin = (choice.isChecked())?0.0:10000.0; steps += 1;
maxA[steps] = A[step-1]; maxT[steps] = T[step-1]; maxR0[steps] = result[0];
maxR1[steps] = result[1]; maxR2[steps] = result[2];
// rozdíl předcházejících dvou hodnot orientace
posunR0[steps] = maxR0[steps] - maxR0[0];
posunR1[steps] = maxR1[steps] - maxR1[0];
posunR2[steps] = maxR2[steps] - maxR2[0];
// výpočet souřadnic pro monitorovací graf
graph2x[steps] = graph2x[steps-1] + los*Math.cos(posunR0[steps]);
graph2y[steps] = graph2y[steps-1] - los*Math.sin(posunR0[steps]);
// vkládání dat do grafu 1 (detekce minim/maxim, thresholds) a grafu 2
graph1h.appendData(new GraphViewData (maxT[steps], maxA[steps]), true);
graph1t1.appendData(new GraphViewData (maxT[steps], threshold), true);
graph1t2.appendData(new GraphViewData (maxT[steps], threshold2), true);
graph2.appendData2(new GraphViewData (graph2x[steps], graph2y[steps]));
string1 += steps + String.format("\t%.6f\t%.6f\t%.6f\t%.6f\t%.6f\t%.6f
\t%.6f\t%.6f\t%.6f\t%.6f\t%.6f\r\n",maxT[steps], maxA[steps], threshold2,
maxR0[steps], maxR1[steps], maxR2[steps], posunR0[steps], posunR1[steps],
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posunR2[steps], graph2x[steps], graph2y[steps]);
}}}
if(cas >= fix) { // dokud neuběhla doba na ustálení (fix) nevykresluje
graph1x.appendData(new GraphViewData (T[step], A[step]), true);
string2 += step + String.format("\t%.6f\t%.6f\t%.6f\t%.6f\t%.6f\r\n", T[step],
A[step], Xg[step], Yg[step], Zg[step]);
}
// výpis hodnot v první záložce v závislosti na zvolené metodě
if(choice.isChecked()) {s2 = "\nLok. minimum: " + maxA[steps] + " m/s^2
\nPosl. maximum:" + lastMin;}
else {s2 = "\nLok. maximum: " + maxA[steps] + " m/s^2\nPosl. minimum:" + lastMin;}
speed = (steps * los) / T[step];
s ="* Průběh *" + "\nKrokování aplikace:" + step + "\nAkcelerace: " + A[step] +
" m/s^2" + s2 + "\nČas měření: " + T[step] + " s" + "\nThreshold2: " + threshold2 +
" m/s^2" + "\nProvedeno kroků: " + steps + "\nDélka trasy: " + String.format("%.2f",
steps * los) + " m" + "\nPrůměrná rychlost: " + String.format("%.4f m/s
(%.4f km/hod)", speed, (speed*3.6)) + "\n\n* Konfigurace *" + "\nFix: " + fix +
" s" + "\nThreshold1: " + threshold + " m/s^2" + "\nKoef. pro threshold2: " +
thrCoef + " m/s^2" + "\nPočet low-pass filtrů:" + (nof - 1);
}
else {s = "Krok: " + step + "\nBuffer byl přeplněn."; state = 0;}
view.setText(s);
} else {
Xg[0] = event.values[0] - gravity[0];
Yg[0] = event.values[1] - gravity[1];
Zg[0] = event.values[2] - gravity[2];
}}}
@Override protected void onResume() {super.onResume();}
@Override
protected void onPause() {super.onPause(); //manager.unregisterListener(this);}
/* Sem patří exportovací metoda, která je stejná jako v případě třídy ShortMeas,
jen se liší výsledné jméno exportu */
// sledování změn při uživatelském nastavení pro jednotlivé posuvníky
@Override
public void onProgressChanged(SeekBar seekBar, int progress, boolean fromUser) {
final SeekBar thresholdBar = (SeekBar) findViewById(R.id.seekBar2); String r;
switch (seekBar.getId()) {
case R.id.seekBar1:
TextView view6 = (TextView) findViewById(R.id.textView3);
r = "Ustálení před měřením (s): : " + progress; view6.setText(r); break;
case R.id.seekBar2:
TextView view7 = (TextView) findViewById(R.id.textView4);
r = "Min. práh citlivosti: " + (progress/100.0); view7.setText(r); break;
case R.id.seekBar3:
TextView view8 = (TextView) findViewById(R.id.textView5);
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r = "Počet low-pass filtrů: " + progress; view8.setText(r); break;
case R.id.seekBar4:
TextView view9 = (TextView) findViewById(R.id.textView6);
r = "Délka kroku (m): " + (progress/100.0); view9.setText(r); break;
case R.id.seekBar5:
TextView view10 = (TextView) findViewById(R.id.textView7);
r = "Min. interval trvání kroku (s): " + (progress/100.0);
view10.setText(r); break;
case R.id.seekBar6:
TextView view11 = (TextView) findViewById(R.id.textView8);
int i = progress;
thresholdBar.setProgress((i > 1)?250:25);
switch(i) {
case 2:
textSens = "střední (UI)";
manager.registerListener(this,manager.getDefaultSensor(Sensor.TYPE_ACCELEROMETER),
manager.SENSOR_DELAY_UI);
break;
case 3:
textSens = "vyšší (GAME)";
manager.registerListener(this,manager.getDefaultSensor(Sensor.TYPE_ACCELEROMETER),
manager.SENSOR_DELAY_GAME);
break;
case 4:
textSens = "vysoká (FASTEST)";
manager.registerListener(this,manager.getDefaultSensor(Sensor.TYPE_ACCELEROMETER),
manager.SENSOR_DELAY_FASTEST);
break;
case 1:
default:
progress = 1;
textSens = "nízká (NORMAL)";
manager.registerListener(this,manager.getDefaultSensor(Sensor.TYPE_ACCELEROMETER),
manager.SENSOR_DELAY_NORMAL);
break;
}
r = "Citlivost senzoru: " + textSens; view11.setText(r); break;
}}
@Override public void onStartTrackingTouch(SeekBar seekBar) {}
@Override public void onStopTrackingTouch(SeekBar seekBar) {}
// funkce pro úplné ukončení aplikace a odragistraci naslouchačů (listeners)
@Override public void onDestroy() {manager.unregisterListener(this);super.onDestroy();}
}
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Obr. E.1: Monitorování pohybu v budově, podle tras z plánku (vpravo), výsledky
měření (vlevo) a následné srovnání (dole).
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Obr. F.1: Monitorování pohybu v terénu, podle tras uvedených na mapě (vpravo),
výsledky měření (vlevo) a následné srovnání (dole).
Tab. F.1: Souhrn výsledků měření v terénu.
Označení Indikace kroků Reálný počet kroků Chyba měření
trasa DA 548 (411,0 m) 650 (487,5 m) 15,69 %
trasa BD 578 (433,5 m) 666 (499,5 m) 13,21 %
trasa CD 598 (448,5 m) 628 (471,0 m) 4,77 %
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Obr. G.1: Srovnání reálné trasy (vlevo) s měřeným průběhem opraveným v kritic-
kých bodech (uprostřed) a dílčích částí trasy (vpravo) pro cestování ve vozidle.
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