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Usean mobiilikäyttöjärjestelmän suosio markkinoilla luo haasteita mobiilisovellusten ke-
hitykseen. Sovelluksesta joudutaan toteuttamaan useampia alustakohtaisia versioita hyö-
dyntäen toisistaan eroavia teknologioita. Tehdyn työn uudelleenhyödynnettävyys on vä-
häistä, sillä alustojen välillä ei ole yhteistä alustan tukemaa natiiviksi sovellukseksi kään-
nettävää ohjelmointikieltä. 
Tässä diplomityössä tutkittiin alustariippumattomien JavaScript-ohjelmointikieleen poh-
jautuvien Ionic- ja React Native -ohjelmistokehysten suorituskykyä ja testattiin niiden 
soveltuvuutta vaihtoehdoksi natiiville mobiilisovellukselle. Soveltuvuuden arviointia 
varten toteutettiin hybridi- ja hybridinatiivisovellukset edellä mainituilla ohjelmistoke-
hyksillä Android-käyttöjärjestelmälle. Testisovelluksia arvioitiin mittaamalla sovelluk-
sen vaatimia resursseja sekä käyttäjätestin avulla. Työssä tutkittiin myös miten sovellus-
kehittäjä voi toteutustavoillaan vaikuttaa alustariippumattoman sovelluksen suoritusky-
kyyn. 
Tutkimuksen mukaan alustariippumattomia ohjelmistokehyksiä on mahdollista hyödyn-
tää natiivisovelluksen sijaan sovellukselle asetetuista vaatimuksista riippuen. Ionic-testi-
sovelluksen resurssien käyttö oli selkeästi hybridinatiivia React Native -sovellusta korke-
ampaa. Myös käyttäjätesteissä React Native -sovellus suoriutui paremmin, mutta myös 
Ionic-sovelluksen suorituskyvyn nähtiin olevan riittävä useimmissa tilanteissa.  
Alustariippumattomien teknologioiden soveltuvuus mobiilikehitykseen natiivisovellus-
ten kilpailijoiksi ei tämän työn perusteella ole enää kyseenalainen. Oleellinen kysymys 
toteutustapaa valittaessa on, missä tilanteissa natiivisovellus kykenee tuomaan riittävästi 
lisäarvoa verrattuna alustariippumattoman ratkaisun tarjoamaan kustannustehokkuuteen. 
Tämän työn tulosten perusteella natiivisovelluksen toteuttaminen on edelleen perusteltua 
tilanteissa, joissa sovelluksen käyttöliittymä vaatii ehdotonta suorituskykyä tai sovelluk-
sen ominaisuudet vaativat laitteistolta tukea ominaisuuksiin, joita tarjolla olevat alusta-
riippumattomat toteutukset eivät vielä tue. Lähitulevaisuudessa markkinoilla olevien lait-
teiden suorituskyvyn parantuessa ja JavaScript-virtuaalikoneiden kehittyessä erot natii-
vien- ja alustariippumattomien toteutustapojen välillä tulevat todennäköisesti pienene-
mään alustariippumattomien teknologioiden eduksi. 
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Today there are multiple popular mobile operating systems on the market, which presents 
different challenges to mobile application development. Multiple different implementa-
tions of a single application are needed to provide support to all required platforms. Reuse 
of existing work is challenging because a common natively supported programming lan-
guage, which can be compiled to a native application, does not yet exist. 
In this thesis the performance of two JavaScript-based platform independent frameworks 
was measured to find the most appropriate method to implement applications in a multi-
platform development use case. Two separate Android test applications were imple-
mented with Ionic and React Native frameworks to serve as a platform for the measure-
ments. The performance of these test applications was determined by measuring the re-
source utilization of both applications and with user testing. Means of impacting the ap-
plication performance during implementation using the mentioned frameworks were also 
studied. 
The results of this thesis show that platform independent JavaScript frameworks present 
a qualified option for application development depending on the requirements. An Ionic 
application uses distinctively more resources than its React Native counterpart. Likewise 
in the user testing the React Native application managed to overcome the performance of 
the Ionic application. However most of the users perceived the performance of the Ionic 
application to be sufficient in most situations. 
According to this thesis the suitable use of cross-platform development tools in place of 
purely native applications is no longer questionable. A more relevant question is in which 
cases do native applications provide enough benefits to justify the significantly higher 
development costs. The development of a native application might still be justified in 
situations when a high level of graphical performance is needed or the cross-platform 
alternatives do not offer support for required hardware interfaces. In the near future the 
performance gap of native and cross-platform applications will also likely diminish as the 
available devices and JavaScript engines evolve. 
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LYHENTEET JA MERKINNÄT 
Android debug 
bridge (ADB) Komentorivityökalu Android-laitteiden etähallintaan. [30] 
  
Alustariippumat-   
tomuus Useimmiten mobiilisovellusten kehityksessä käytetty termi, joka ku-
vaa saman sovelluksen kykyä toimia useammalla käyttöjärjestel-
mällä ilman käyttöjärjestelmäkohtaista toteutusta. 
 
AngularJS JavaScript-ohjelmistokehys, joka mahdollistaa web-sovellusten to-
teuttamisen MVC-mallia mukaillen.  
 
Apache Cordova Alustariippumaton ohjelmistokehys, joka mahdollistaa hybridisovel-
lusten kehittämisen ja paketoimisen laitteeseen asennettavaksi sovel-
lukseksi. 
 
Crosswalk Intel Corporationin kehittämä WebView-näkymä, jonka tarkoituk-
sena on parantaa hybridisovellusten suorituskykyä ja testattavuutta. 
 
CSS Cascading Style Sheets. Useimmiten HTML-merkintäkielen kanssa 
käytettävä tyylittelykieli, jonka avulla on mahdollista muokata 
HTML-elementtien ulkoasua. 
 
Document Object  
Model   Dokumenttioliomalli. Useimmiten HTML-merkintäkielellä kuvatun 
dokumentin kuvaamiseen käytetty puumainen malli. 
 
GPS Global Positioning System. Satelliittipaikannusjärjestelmä, joka on 
laajasti käytössä nykyaikaisissa älypuhelimissa. Mahdollistaa lait-
teen tarkan paikannuksen maailmanlaajuisesti. 
 
HTML Hyper-Text Markup Language. Merkintäkieli, jota käytetään useim-
miten verkkosivustojen esittämiseen puumaisena rakenteena. Inter-
net-selaimet mallintavat merkintäkielen avulla dokumentin parem-
min ymmärrettäväksi graafiseksi käyttöliittymäksi. 
 
Hybridinatiivi Sovellus, joka yhdistää yleisesti natiivisovellusten ja web-sovellus-
ten toteutuksessa käytettyjä teknologioita. Sovelluksen logiikka on 
esimerkiksi toteutettu JavaScript-ohjelmointikielellä, mutta käyttö-
liittymän komponentit ovat natiiveja. 
 
Hybridisovellus Sovellus, joka hyödyntää web-ympäristöissä yleisesti käytettyjä tek-
nologioita (HTML, CSS, JavaScript) ja paketoi nämä laitteeseen 
asennettavaksi sovellukseksi natiivisovellusrungon sisään.  
 
Injektointi Olion antaminen toisen olion riippuvuudeksi riippuvuutta käyttävän 
olion instanssia luodessa. Injektoitu olio toimii tämän jälkeen palve-
luna, jonka tarjoamaa toiminnallisuutta kohteena oleva olio käyttää. 
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Ionic Ohjelmistokehys hybridisovellusten kehitykseen. [18] 
 
Jatkokehitys Ohjelmiston alkuperäisen käyttöönoton jälkeen suoritettava ohjel-
miston toiminnallisuuden laajentaminen. 
 
JavaScript Pääasiassa web-ympäristöissä hyödynnettävä komentosarjakieli. 
[14] 
 
Kehitysympäristö Kokoelma tietylle ohjelmointikielelle tai alustalle ohjelmistojen ke-
hitykseen suunnattuja työkaluja. Sisältää yleensä esimerkiksi tietyn 
kielen käännöstyökalut ja emulaattorin kehitettävälle alustalle. 
  
Komentosarjakieli Ohjelmointikieli, joka mahdollistaa sillä kirjoitetun ohjelman suorit-
tamisen kääntämättä siitä ensin suoritettavaa ohjelmaa. Komentosar-
jakieltä tulkitaan ajonaikaisesti sille tehdyssä ajoympäristössä. 
 
Laitteistorajapinta Laitteen tarjoama kokoelma metodeja, joiden avulla laite tarjoaa toi-
mintojaan käytettäväksi esimerkiksi laitteeseen asennetulle sovelluk-
selle. Laite voi esimerkiksi tarjota rajapinnan GPS-anturin tarjoaman 
datan käyttöön. 
 
Minifiointi Ohjelmakooditiedostoille suoritettava prosessi, jossa tiedostoista 
poistetaan ylimääräiset merkit. Toimenpide pienentää tiedoston ko-
koa ja parantaa suorituskykyä tiedostoa siirtäessä ja lukiessa. 
 
Mobiilisivusto Verkkosivusto, joka on optimoitu mobiililaitteiden pientä ruutua ja 
rajoitettua suorituskykyä sekä tiedonsiirtoa varten. Mobiilisivusto ei 
skaalaudu suurelle ruudulle, vaan tämän rinnalle on usein toteutettu 
erillinen työpöytäkäyttöön suunnattu verkkosivusto. Vrt. responsii-
vinen verkkosivusto. 
 
MVC Lyhenne sanoista model-view-controller. Arkkitehtuurimalli, jossa 
ohjelmisto jakautuu malliin (model), näkymään (view) ja kontrolle-
riin (controller). Arkkitehtuurissa malli toteuttaa ohjelmiston tiedon 
käsittelyn ja ylläpidon, näkymä toteuttaa käyttöliittymän ja kontrol-
leri huolehtii näkymältä saatujen syötteiden käsittelyn ja välityksen 
mallille. 
 
Natiivisovellus Laitealustalle alustan tukemalla ohjelmointikielellä toteutettu sovel-
lus, joka käännetään suoritettavaksi ohjelmaksi. 
 
Niputus Ohjelmakooditiedostoille suoritettava prosessi, jossa samantyyppiset 
tiedostot yhdistetään yhdeksi tiedostoksi. Englanninkielinen termi: 
bundling. 
 
Offline-tila Tavallisesti verkkoon kytketyn laitteen tila, jossa verkkoyhteys on 





Ohjelmakoodi-   
kanta Kokoelma lähdekoodia, jota käytetään tietyn suoritettavan ohjelman 
kääntämiseen. 
 
Push-ilmoitus Ilmoitus, jonka sovelluksen omistaja voi laukaista ja lähettää käyttä-
jän laitteeseen, vaikka sovellus, jota viesti koskee, olisi suljettuna 
 
Rajapinta Kokoelma toimintoja, joiden avulla ohjelmisto tarjoaa muille ohjel-
mistoille mahdollisuuden hyödyntää tämän ominaisuuksia.  
 
React Native Facebook:n kehittämä ohjelmistokehys hybridinatiivien sovellusten 
kehittämiseen JavaScript-ohjelmointikielellä. Pohjautuu React-oh-
jelmistokehykseen. [22] 
 
Responsiivisuus Suunnitteluperiaate, jonka mukaan käyttöliittymä skaalautuu laitteen 
näyttökoolle sopivaksi tarjoten paremman käyttäjäkokemuksen. 
 
Responsiivinen  
verkkosivusto Verkkosivusto, jonka käyttöliittymä mukautuu käyttäjän laitteen 
näyttökoon mukaisesti. Responsiivinen verkkosivusto korvaa tar-
peen erilliselle mobiilisivustolle. 
 
Ryömijä Ohjelma, joka lukee internet-sivustoja ja arvostelee sivustojen sijoi-
tuksen ryömijän omistavan organisaation hakukoneessa. Tunnetaan 
myös nimellä hakurobotti. [29] 
 




verkko  Hajautettu joukko palvelimia, joiden tarkoituksena on palvella re-
sursseja verkkopalvelun varsinaisen web-palvelimen sijasta. Sisäl-
lönjakeluverkon etuna on korkeampi suorituskyky ja saatavuus. 
  Englanninkielinen termi: content delivery network. 
 
Sovelluskauppa Tietyn käyttöjärjestelmän sovellusten jakeluun tarkoitettu sovellus 
tai sivusto, jonka kautta on mahdollista ostaa, ladata ja asentaa sovel-
luksia laitteeseen. 
 
Sovelluskaupan   
saturaatiopiste Piste, jonka jälkeen sovelluskauppaan julkaistaville sovelluksille ei 
enää löydy riittävästi kysyntää markkinoilta. 
 
SPA-sovellus Web-sovellus, joka koostuu päänäkymästä, jonka sisään ladataan dy-
naamisesti muuta sisältöä. Mahdollistaa rakenteen, jossa sivua ei jou-
duta lataamaan kokonaan uudelleen näkymän vaihtuessa. [49] 
 
Syntaksilaajennus Ohjelmointikielen tavallista syntaksia laajentava kirjoitussyntaksi, 
joka useimmiten muunnetaan puhtaasti kielen vakiosyntaksiksi en-
nen varsinaista käännöstä. 
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Taktiilinen palaute  Tuntoaistiin perustuva palaute, jonka sovellus antaa käyttäjälle 
merkkinä esimerkiksi syötteen onnistuneesta vastaanotosta. 
 
Toimialue  Internetissä olevien resurssien tai näiden kokoelman yksilöimiseen 
käytetty sanamuotoinen osoite. 
 
Virtual DOM React-ohjelmistokehyksen tarjoama perinteisen dokumenttioliomal-
lin abstraktiotaso, johon sovelluksessa toteutetut komponentit mal-
linnetaan ennen varsinaiseen dokumenttioliomalliin mallintamista. 
 
Web-sovellus Mobiilisovelluksen kaltaisesti käyttäytyvä useimmiten responsiivi-
nen verkkosivusto, joka sisältää dynaamista toiminnallisuutta. 
 
WebView Laitealustan internet-selainta emuloiva näkymä sovelluksen sisällä. 
Mahdollistaa HTML-merkkauskielen tulkitsemisen käyttäjän ym-




Usean eri käyttöjärjestelmän suosio markkinoilla ja mobiililaitteiden suosion kasvu mui-
hin alustoihin verrattuna on johtanut siihen, että laadukkaiden ja käyttökokemukseltaan 
miellyttävien mobiilisovellusten kehittämiseen joudutaan käyttämään yhä entistä enem-
män resursseja. Käyttäjät odottavat sovelluksen käyttäjäkokemukselta yhä enemmän, 
sillä perusvaatimukset täyttäviä sovelluksia on tarjolla runsaasti. 
Kirjoitushetkellä markkinoita hallitsevilla mobiilikäyttöjärjestelmillä on kullakin omat 
kehitystyökalunsa ja ohjelmointikielensä, jotka vaativat jokainen omanlaistaan asiantun-
temusta. Sovelluskehittäjät, joilta löytyy ammattitaitoa useamman alustan natiivisovel-
luskehitykseen ja kykenevät työskentelemään ketterästi myös mobiilikehityksen ulko-
puolella ovat harvassa. Lisäksi vaikka edellä mainittu kehittäjä löydettäisiin, vaatii use-
amman alustan kehitys ja ylläpito usein pääomaa moninkertaisesti verrattuna yksittäisen 
alustan toteutukseen. Perinteisten yksittäiseen alustaan sidottujen natiivisovellusten li-
säksi mobiilisovelluksia on mahdollista kehittää alustariippumattomasti perinteisesti 
web-kehityksessä käytetyillä ohjelmointikielillä ja työkaluilla. Nykyhetkellä vallitsee 
kuitenkin yleisesti käsitys, että ainoastaan natiivisovelluksella on mahdollista täyttää 
käyttäjien vaatimukset sovelluksen suorituskyvylle.  
Tässä työssä tutkitaan JavaScriptia käyttävien alustariippumattomien ohjelmistokehysten 
ja natiivisovellusten välisiä eroja suorituskyvyssä sekä kvantitatiivisin että kvalitatiivisin 
mittauksin. Työn tavoitteena on löytää vastaus siihen mitä toteutusteknologiaa on vii-
sainta käyttää toteutettaessa hyötysovellusta usealle eri mobiilialustalle, kun käytössä ole-
via resursseja rajataan toteutustiimin koon, ajan ja pääoman suhteen. Työssä esitellään 
myös vaihtoehtoja tilanteisiin, joissa tiettyä alustariippumatonta teknologiaa ei ole mah-
dollista tai kustannustehokasta käyttää. 
Tämän työn luvussa 2 käsitellään nykypäivän mobiilikehityksen haasteita sekä vaihtoeh-
toja sovelluksen arkkitehtuuria ja toteutustekniikoita valitessa. Luvussa esitellään kolme 
nykyhetkellä pääosin käytettyä toteutustapaa: natiivisovellus, web-sovellus ja hybridiso-
vellus. Luvussa 3 käsitellään tässä työssä mitattavien testisovellusten toteutuksiin käyte-
tyt tekniikat: Ionic ja React Native -ohjelmistokehykset. Luvussa 4 esitellään toteutetut 
testisovellukset sekä mittaustavat, joilla sovellusten väliset erot saatiin selville. Kaikki 
mittaukset toteutettiin Android-käyttöjärjestelmälle, sillä alustojen välisten erojen sijaan 
tarkoituksena oli mitata valittujen toteutusteknologioiden välisiä eroja. Luvussa 5 esitel-
lään ja analysoidaan suoritettujen mittausten tulokset ja esitetään näiden pohjalta tehdyt 
johtopäätökset. Luvussa arvioidaan myös saatujen tulosten luotettavuutta ja käsitellään 
tulevaisuuden kehitysideoita tälle työlle. Luvussa 6 suoritetaan yhteenveto tehdyistä joh-
topäätöksistä ja vastataan esitettyyn tutkimuskysymykseen siitä, ovatko alustariippumat-
tomat toteutustekniikat kilpailukykyinen vaihtoehto natiivisovellukselle. 
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2. MOBIILIKEHITYKSEN TAUSTAA 
Tässä luvussa käsitellään, kuinka mobiilimarkkinat ovat muokanneet mobiilikehityksessä 
käytettäviä teknologisia ratkaisuja ja liiketoimintamalleja. Luvussa esitellään myös kor-
kean tason arkkitehtuuriratkaisut mobiilikehityksessä sekä valitun toteutustavan vaikutus 
sovelluksen markkinointiin ja jakeluun. 
2.1 Mobiilikehitys ja sen haasteet 
Mobiilikehityksen ongelmakohtana on jo pitkään ollut usean eri mobiilialustan suosio 
markkinoilla. Jako on viime vuosina pääosin jakaantunut Googlen Android- ja Apple iOS 
-alustojen välille näiden kattaessa yhdessä lähes 97 % (2015 Q2) myytyjen mobiililaittei-
den markkinoista. Kolmantena merkittävänä alustana voidaan mainita Microsoftin Win-
dows Phone -alusta n. 2,6 % (2015 Q2) osuudellaan. [34] 
Usean alustan lisäksi ongelmakohtana on mobiilialustojen suosion myötä saavutettu so-
vellusten saturaatiopiste erityisesti suurimpien alustojen sovelluskaupoissa. Kuvassa 1 
käsitellään A. Austinin keräämää tilastoa sovellusten suosion jakautumisesta Applen App 
Store -sovelluskaupassa [6]. Kuvasta nähdään, että suosituimpaan sovellukseen verrat-
tuna tuhannenneksi suosituin sovellus saavuttaa vain n. 0,2 % osuuden suosituimman so-
velluksen asennusmäärästä. Lisäksi sovellusten markkinaosuus on jo jonkin aikaa nou-
dattanut potenssilain käyrää, minkä vuoksi esimerkiksi Apple App Storessa 20 suosituinta 
sovellusta (n. 0,005 % osuus kaikista sovelluksista) kerää itselleen n. 60 % koko sovel-
luskaupan sovellusten liikevaihdosta. Käytännössä tämä tarkoittaa sitä, että sovelluskau-
poista asennettavien sovellusten määrä on kasvanut niin suureksi, että suosittujen sovel-
lusten joukosta erottuminen on vaikeaa tai lähes mahdotonta. Tämän vuoksi varsinkin 
tuotteistettavan sovelluksen kehityksestä aiheutuneet kustannukset ovat yhä suurempi 
riski jo sovelluksen kehitysvaiheessa. 
 
Kuva 1. Sovellusten suosion jakauma Apple App Storessa [6] 
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Uuden sovelluksen mahdollisuudet menestyä sovelluskaupassa riippuivat jonkin aikaa 
sovelluksen laadusta. Nykyään sovellusten suuren määrän vuoksi suosio riippuu usein 
ainoastaan tavasta, jolla sovellusta markkinoidaan. Markkinointi voidaan suorittaa esi-
merkiksi kohdistetulla hakukonemainonnalla, sosiaalisen median näkyvyydellä tai vaih-
toehtoisesti ostamalla tuhansia väärennettyjä asennuksia. Suuri määrä väärennettyjä asen-
nuksia lyhyellä ajanjaksolla johtaa siihen, että sovellus nousee hetkellisesti sovelluskau-
pan suosituimpien sovellusten listalle, jonka kautta se saa näkyvyyttä ja oikeita asennuk-
sia. Samanaikaisesti laadullisesti parempi vastaava sovellus saattaa jäädä kokonaan ilman 
käyttäjiä. [6] 
Useamman eri alustan suosio ja sovellusten suuri määrä pakottaa sovelluskehittäjät har-
kitsemaan natiivisovelluksen, laitteen selaimessa toimivan responsiivisen web-sovelluk-
sen tai laitteeseen natiivisovelluksen kaltaisesti asennettavan, mutta alustariippumatto-
man hybridisovelluksen välillä. Valinta on tasapainottelua alustariippumattomuuden ja 
sovellukselle mahdollisten ominaisuuksien välillä (Kuva 2). Natiivisovellus kykenee 
hyödyntämään laitteen tarjoamaa laitteistorajapintaa kokonaisuudessaan ja soveltuu täten 
ominaisuuksiltaan vaativien sovellusten toteutukseen. Web-sovellus ei kykene hyödyntä-
mään laitteistoa suoraan lainkaan, vaan ominaisuudet riippuvat täysin selaimesta, joka 
alustasta riippuen kykenee tarjoamaan pääsyn esimerkiksi laitteen kameraan tai GPS-si-
jaintiin. Hybridisovellusta puolestaan ajetaan natiivin sovellusrungon päällä, joka tarjoaa 
alustasta riippuen useimmiten pääsyn joko kaikkiin tai lähes kaikkiin laitteistorajapintoi-
hin. [2] 
 
Kuva 2. Sovellustyyppien korkean tason arkkitehtuurit 
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2.2 Natiivisovellus 
Natiivisovelluksella tarkoitetaan kokonaisuudessaan alustan tukemalla käännettävällä 
ohjelmointikielellä kirjoitettua ohjelmaa, joka käännetään ja paketoidaan ladattavaksi so-
vellukseksi kyseisen alustan sovelluskauppaan. Sovellusta ei ole tavallisesti mahdollista 
käyttää suoraan toisella alustalla, eikä tämän lähdekoodia yleensä mahdollista uudelleen-
käyttää toisen alustan sovelluksen kehityksessä. Saman sovelluksen kehitys ja ylläpito 
usealla alustalla vaatii runsaasti pääomaa, työvoimaa sekä aikaa [15]. Lisäksi mikäli sa-
maa sovellusta toteutetaan useammalle alustalle samanaikaisesti eri teknologioilla eri 
henkilöiden toimesta, syntyy päällekkäisestä työstä ylimääräisiä kuluja. Vaihtoehtoisesti 
voidaan toteuttaa vain yksi sovellusversio esimerkiksi iOS-alustalle ja samalla sulkea ulos 
n. 84 % (2015 Q2) potentiaalisesta asiakaskunnasta [34]. Sovelluksen kehitysvaiheen 
kannalta toteutus yksittäiselle alustalle on luonnollisesti monialustatoteutukseen verrat-
tuna edullinen vaihtoehto, mutta myyntimahdollisuuksien kannalta merkittävä menetys.  
Olettaen, että kutakin alustaa kohden on työstämässä samantasoiset sovelluskehittäjät, 
voidaan yksittäisen alustan ohjelmakoodin tuottamisen välittömät kustannukset yleensä 
kertoa toteutettavien alustojen määrällä. Useampaan sovellusversioon sijoitetun pääoman 
kasvaessa myös paine onnistumiseen kasvaa ja pääoman menetys on merkittävämpi riski. 
Lisäksi varsinkin pienikokoisissa ohjelmistoyrityksissä useamman alustan toteutusta var-
ten joudutaan usein palkkaamaan ylimääräistä henkilökuntaa, sillä riittävää asiantunte-
musta jokaista alustaa kohtaan ei välttämättä löydy yrityksestä valmiina. 
Mikäli sovellus halutaan kehittää ainoastaan käyttöliittymältään natiiviksi, on mahdollista 
hyödyntää esimerkiksi C#-ohjelmointikieleen pohjautuvaa Xamarin-kehitysalustaa tai 
JavaScriptiin pohjautuvaa React Native -ohjelmistokehystä. Kumpikin mainittu teknolo-
gia hyödyntää alustan tarjoamaa rajapintaa natiivien komponenttien piirtoa varten. Taval-
lisesta natiivisovelluksesta toteutus eroaa kuitenkin siten, että sovelluksen logiikkaosuus 
on mahdollista kirjoittaa alustasta riippumatta kehyksen tukemalla kielellä. Tämän vuoksi 
kyseisiä natiiviteknologioita ja esimerkiksi web-teknologioita yhdistäviä toteutustapoja 
kutsutaan usein myös hybridinatiiveiksi. [54][53][20] 
Ohjelmistokehittäjän näkökulmasta puhtaasti natiivien mobiilisovellusten toteuttaminen 
on ongelmallista. Saman sovelluksen toteuttaminen useammalle alustalle vaatii useam-
man alustan natiivin ohjelmointikielen sekä työkalujen opettelua. Lisäksi mikäli kutakin 
alustakohtaista versiota kehittää eri henkilö, eivät kehittäjät kykene juurikaan hyötymään 
toistensa tekemästä työstä. Kehittäjät eivät myöskään voi kehittää ominaisuuksia helposti 
ristiin opettelematta kummankin alustan toteutusteknologioita. Projektien resursoinnille 
saattaa myös aiheutua haasteita erityisesti pienissä ohjelmistoyrityksissä, mikäli kehittäjiä 
ei ole mahdollista siirtää joustavasti projektista toiseen ilman siirtymästä aiheutuvaa pe-
rehtymistä vieraaseen teknologiaan. Mainituista ongelmista huolimatta natiivisovelluk-
sen etuna on kuitenkin laitteistoyhteensopivuus oman alustansa kanssa. Alustojen kehi-
tystyökaluista vastaavat useimmiten suoraan kyseistä käyttöjärjestelmää kehittävät tahot, 
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mikä takaa sen, että laitteistossa tarjolla olevat uudet ominaisuudet ovat ensimmäisenä 
tarjolla natiivisovellusten kehitykseen. 
2.3 Web-sovellus 
Natiivisovelluksen sijaan on mahdollista toteuttaa tavallista verkkosivustoa muistuttava 
web-sovellus, jota suoritetaan laitteen selaimessa. Useimmiten web-sovellusten toteutta-
miseen käytetään SPA-arkkitehtuurin mahdollistavaa ohjelmistokehystä, jolloin web-so-
velluksen käyttöliittymä saadaan muistuttamaan läheisemmin mobiilisovellusta ilman 
ylimääräisiä sivulatauksia [49]. Web-sovellus on lisäksi mahdollista toteuttaa reponsiivi-
sesti tai vaihtoehtoisesti erillisenä mobiilisivustona työpöytäversion rinnalle. Responsii-
visuudella tarkoitetaan sitä, että toteutetun web-sovelluksen käyttöliittymä skaalautuu au-
tomaattisesti käyttäjän laitteen näytön koon mukaan tarjotakseen paremman käyttäjäko-
kemuksen. Responsiivisen suunnittelun etuna on, että mobiililaitteiden lisäksi saadaan 
katettua myös tavallisten työpöytäkäyttäjien tarpeet eikä erillisiä sivustoja mobiili- ja työ-
pöytäkäyttöä varten ole tarpeellista ylläpitää. Ylläpito helpottuu myös sovellusta päivit-
täessä, sillä päivityksiä ei ole tarpeen viedä jokaisen alustan sovelluskauppoihin ladatta-
vaksi, vaan päivitykset ovat käyttäjillä välittömästi käytössä, kun uusi versio on päivitetty 
sivuston web-palvelimelle. 
Käytännössä web-sovellus on lähes kokonaan alustariippumaton, sillä sen toiminta riip-
puu ainoastaan käytettävästä selaimesta. Selain on myös useimmilla alustoilla mahdol-
lista korvata toisella selaimella, mikäli ongelmia sovelluksen toiminnan kanssa ilmenee. 
Ongelmana kuitenkin on, että web-sovellusta ei voida asentaa mobiililaitteeseen lukuun-
ottamatta tiettyjä harvemmin käytettyjä alustoja, kuten Tizen [47] tai Firefox OS [42]. 
Tämä pakottaa käyttäjät spontaanisti vierailemaan sivulla myös jatkossa, sillä erillisiä 
push-ilmoituksia eli käyttöjärjestelmän tilapalkissa näytettäviä ilmoituksia sovelluksen 
tilasta sen ollessa suljettuna, ei ole mahdollista antaa, kuten laitteeseen asennettavassa 
sovelluksessa. Vaihtoehtoisesti web-sovellukselle voidaan tehdä WebView-näkymää 
hyödyntävä isäntäsovellus, joka on mahdollista asentaa laitteeseen sovelluskaupan 
kautta. Kyseinen ratkaisu tarkoittaa sitä, että toisesta laitteeseen ajettavasta sovelluksesta 
yhdistetään web-sovelluksen palvelimeen ja tulkitaan web-sovellusta tämän sisällä 
WebView-näkymässä, vastaavasti kuin erillisellä selaimella tulkittaisiin. Ongelmana kui-
tenkin on, että esimerkiksi Apple App Store -sovelluskaupan säännöissä kielletään sovel-
lukset, jotka ainoastaan paketoivat web-sovelluksen sisäänsä [9]. Tämä saattaa aiheuttaa 
sovelluksen hylkäämisen ja poiston sovelluskaupasta, minkä jälkeen sovellus tulee hy-
väksyttää kauppaan uudelleen.  
WebView-näkymässä ajettavan web-sovelluksen rajoitteena on lisäksi pakollinen verk-
koyhteys, sillä sovelluksen ensimmäistä latausta ja useimmiten lähes kaikkia toimintoja 
suoritetaan ottamalla yhteyttä sovelluksen web-palvelimeen. Käytännössä web-sovelluk-
sen on mahdollista varastoida http-pyyntöjä väliaikaisesti talteen ja suorittaa kutsut vasta 
6 
verkkoyhteyden palauduttua. Tässäkin tapauksessa käyttäjällä on kuitenkin oltava verk-
koyhteys web-sovellusta avatessaan, jotta sovelluksen päärakenne saadaan ladattua. Tä-
män vuoksi web-sovellus ei ole oikea vaihtoehto käyttötapauksiin, joissa sovellus nojau-
tuu raskaasti tietosisältöön myös offline-tilassa. [4] 
Web-sovelluksen toteuttaminen tuo eteen myös muita verkkosivustoille tyypillisiä haas-
teita. Sovelluksen suosion kasvattamiseksi täytyy sovelluksen toteutuksessa ja ylläpi-
dossa huomioida hakukonenäkyvyys. Mikäli sivustoa ei löydy hakukoneella tai se häviää 
muiden hakutulosten joukkoon, on varsinkin uuden sovelluksen vaikea saada käyttäjiä 
ilman maksettua hakukonemainontaa. Sisällöltään raskaasti JavaScriptiin pohjautuvat 
web-sovellukset eivät usein ole hakukoneiden mielestä kiinnostavia, sillä niiden hakual-
goritmit tarkastelevat ensisijaisesti HTML-sisällön ominaisuuksia. JavaScript-ohjelmis-
tokehyksillä luodut web-sovellukset tuottavat usein suurimman osan HTML-sisällöstään 
vasta JavaScriptin suorituksen aikana, minkä vuoksi hakukoneet, jotka eivät suorita Ja-
vaScript-ohjelmakoodia ryömiessään web-sovellusta läpi, eivät kykene sijoittamaan ky-
seistä sovellusta ylös tuloksissaan. Huomioitavaa kuitenkin on, että, vastaava ongelma 
sovelluksen hakusijoituksen kanssa esiintyy myös sovelluskauppojen puolella natii-
visovelluksen tapauksessa. Sovelluskauppojen hakutoiminnot perustuvat usein ainoas-
taan sovelluksen nimeen ja jo saatuun suosioon. Uuden sovelluksen on tämän vuoksi 
haastavaa saada näkyvyyttä ilman ulkoista mainontaa myös sovelluskaupassa. 
2.4 Hybridisovellus 
Hybridisovellukset kehitettiin helpottamaan useamman alustan yhtäaikaista sovelluske-
hitystä mahdollistamalla web-sovellusten kehitykseen käytettyjen teknologioiden hyö-
dyntämisen laitteeseen asennettavien sovellusten kehityksessä. Hybridisovelluksen 
ideana on, että se voidaan, joko suoraan tai pienellä vaivalla kääntää suoraan useammalle 
alustalle yhteensopivaksi suoritettavaksi sovellukseksi. Käytännössä hybridisovellus toi-
mii siten, että sovelluksen runko on alustakohtainen natiivisovellus, jonka sisällä suorite-
taan alustariippumatonta ohjelmakoodia, esimerkiksi JavaScriptia ja HTML-merkkaus-
kieltä [14]. 
Hybridisovelluksen kehitys on parhaimmillaan yhtä edullista, kuin yksittäisen natii-
visovelluksen kehitys [16]. Haasteena on kuitenkin usein heikompi suorituskyky ja joskus 
myös huono laitteisto- ja alustayhteensopivuus, mikä saattaa aiheuttaa ongelmia, jos so-
vellusta ei ole testattu kehityksen alusta asti aktiivisesti jokaisella kohdealustalla. Heikko 
suorituskyky ilmenee hybridisovelluksesta useimmiten animaatioiden sulavuuden puut-
teena, sovelluksen pitkänä aukeamisaikana ja suurempana resurssien käyttönä verrattuna 
natiiviin toteutukseen. 
Hybridisovelluksen etuna sovelluksen suosion kannalta on alustariippumattomuuden li-
säksi se, että osa ohjelmistokehyksistä, kuten React Native [22], mahdollistavat sovelluk-
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sen lähdekoodin uudelleenkäytön myös edellisessä kohdassa käsiteltynä web-sovelluk-
sena [38]. Tämän vuoksi hybridisovellus voidaan kohdistaa myös osittain työpöytäkäyt-
täjille ja hyötyä sekä web-puolen hakukonenäkyvyydestä, että mobiilialustojen sovellus-
kauppojen näkyvyydestä. Lisäksi sovelluksen markkinoinnissa voidaan painottaa edulli-
sempaa vaihtoehtoa, joka yleensä on markkinoidusta alueesta riippuen perinteinen web-
markkinointi [6]. Hakukoneyhtiöt ovat myös viime aikoina kehittäneet hakutoimintojaan 
siten, että hakukoneet osaavat jatkossa etsiä myös suoraan sovellusten sisällöstä [31]. 
HTML-merkkaukseen pohjautuvat hybridisovellukset tulevat todennäköisesti tulevaisuu-
dessa hyötymään tästä, sillä hakualgoritmeja on jo pitkään kehitetty HTML-pohjaisen 
verkkosisällön analysointiin. Mahdollista kuitenkin on, että algoritmien kehittyessä tämä 
ero tulee tasoittumaan hybridi- ja natiivisovellusten välillä. 
Tyypillistä korkean tason arkkitehtuurieroa natiivi- ja hybridisovellusten välillä käsitel-
lään kuvassa 3. Natiivisovelluksen tapauksessa koko sovellus on toteutettu alustakohtai-
sesti, kyseisen alustan tukemalla ohjelmointikielellä: Android Javalla [1] ja iOS Objec-
tive-C- tai Swift-ohjelmointikielellä [8][11]. Windows Phone alusta puolestaan tukee Vi-
sual C++, Visual C# ja Visual Basic -ohjelmointikieliä [40][41]. Poikkeuksia mainittujen 
kielten tukien lisäksi kuitenkin löytyy, mutta toistaiseksi jokaisen alustan tukemaa yh-
teistä täysin natiiviksi sovellukseksi käännettävää ohjelmointikieltä ei ole olemassa. 
 
Kuva 3. Natiivi- ja hybridisovellusarkkitehtuuri 
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Hybridisovellukset ratkaisevat yllämainitun ongelman tarjoamalla natiivilla alustakohtai-
sella ohjelmointikielellä toteutetun valmiin rungon, jonka sisällä voidaan suorittaa alus-
tariippumatonta ohjelmakoodia. Riippuen käytetystä teknologiasta yleensä käyttöliittymä 
tai suurin osa siitä, sekä sovelluslogiikka voidaan toteuttaa esimerkiksi web-kehityksessä 
käytetyllä HTML5-merkintäkielellä ja sovelluslogiikka JavaScript-ohjelmointikielellä. 
Käyttöliittymän ja sovelluslogiikan lisäksi olennaista hybridisovelluksen toiminnassa on 
natiivin sovellusrungon ja laitteistorajapintojen välinen kommunikointi. Käytettävän so-
vellusrungon tulee suoriutua kommunikoinnista laitteistorajapinnan kanssa usealla eri 
alustalla. Kirjoitushetkellä suosituin JavaScript sovelluslogiikan mahdollistava ohjelmis-
tokehys on Apache Cordova [5], joka tarjoaa integraation laitteistorajapintaan kohdassa 
2.1 mainittujen suosituimpien käyttöjärjestelmien lisäksi muun muassa BlackBerry-, 
Bada- ja Symbian-käyttöjärjestelmille [2]. Cordovan lisäksi kuullaan usein puhuttavan 
PhoneGap-ohjelmistokehyksestä samassa yhteydessä, toisinaan jopa sekoittaen nimet 
keskenään. Cordova eriytettiin PhoneGap-ohjelmistokehyksestä vuonna 2012, avoimen 
lähdekoodin kehitykseen ja kumpikin ohjelmistokehys pohjautuu samaan lähdekoodiin. 
PhoneGap jatkoi samalla Adoben omistuksessa suljetun lähdekoodin kehityksessä. [39] 
2.5 Toteutustavan vaikutus sovelluksen toimintaan 
Natiivisovellusten esiinnyttyä markkinoilla alustariippumattomia ratkaisuja pidempään, 
ovat käyttäjät tottuneet natiivisovelluksen tarjoamaan suorituskykyyn ja ulkoasullisiin 
ominaisuuksiin. Natiiville sovellukselle on tyypillistä, että tietyt komponentit, kuten la-
tausikonit, valikkopalkit, valitsimet ja painikkeet ovat suurimmalla osalla alustan sovel-
luksista täysin yhteneviä sekä ulkoasultaan, että toiminnaltaan. Kuvissa 4 ja 5 esitellään 
Googlen ja Applen tyyliohjeiden mukaiset kullekin alustalle tyypilliset valikkopalkit, 
joita alustariippumattomat ohjelmistokehykset pyrkivät mukailemaan. [10][28] 
 
Kuva 4. Googlen material design -tyyliohjetta noudattava valikkopalkki 
 
Kuva 5. Applen tyyliohjetta noudattava valikkopalkki 
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Näkyvien käyttöliittymäkomponenttien lisäksi olennaista natiivin vaikutelman säilyttä-
miseksi ovat erilaiset sovelluksen tilojen välillä siirtymistä mallintavat animaatiot. Natii-
visovelluksen animaatiot päivitetään 60 ruudun sekuntinopeudella, mikä tekee animaati-
osta sulavan. Päivittämättä jätetyt ruudut animaatiossa tekevät sovelluksen käyttämisestä 
kankeaa ja saattavat rikkoa vaikutelman natiivista sovelluksesta.  
Pyyhkäisyeleet, kuten valikon sulkeminen ja avaaminen näytön reunasta pyyhkäisemällä, 
ovat myös ominaisia natiivisovellukselle. Pyyhkäisyeleiden puuttuessa käyttäjät saattavat 
toistuvasti yrittää laukaista sovelluksen toimintoa pyyhkäisyllä, mikä huonontaa sovel-
luksen laatuvaikutelmaa. Pyyhkäisyeleiden lisäksi on olennaista, että jokaiselle käyttäjän 
syötteelle annetaan palaute. Natiivisovelluksissa tämä toteutetaan usein muuttamalla kos-
ketetun elementin väriä, suorittamalla lyhyt animaatio tai esimerkiksi antamalla käyttä-
jälle taktiilinen eli tuntoaistiin perustuva palaute laitteen värinämoottoria hyödyntämällä. 
Alustasta riippuen natiiville sovellukselle tyypillisiä ominaisuuksia saattaa olla myös 
enemmän. Yllä mainitut ominaisuudet ovat kuitenkin yleisimpiä käyttäjien oppimia omi-
naisuuksia Android- ja iOS-alustoilla. 
2.6 Kehityskustannukset 
Merkittävä syy alustariippumattomien työkalujen nopeaan kehitykseen viime vuosina on 
niiden kustannustehokkuus verrattuna alustakohtaisesti toteutettaviin ratkaisuihin. Kuu-
luisa sanonta ”write once, run anywhere” [25] kiteyttää alustariippumattomien teknolo-
gioiden lopullisen tavoitteen ja selittää pääsääntöisesti myös kustannuserot. Usein ei kui-
tenkaan ole täysin mahdollista saavuttaa tätä tilaa, vaan monesti kullekin alustalle joudu-
taan kirjoittamaan sama osa ohjelmaa hieman eri tavoin. Taulukossa 1 vertaillaan toteu-
tustapojen kustannusrakennetta Comentum Corporationin suorittaman tutkimuksen poh-
jalta [16]. Tutkimuksessa ei ole huomioitu esimerkiksi käytettävyystutkimuksia, käyttö-
liittymäsuunnittelua ja projektin hallintaa osaksi kustannuksia, mikä saattaisi pienentää 
kustannuseroa toteutustapojen välillä, niiden uudelleenkäytettävyyden vuoksi. 
Taulukko 1. Natiivin ja alustariippumattoman toteutuksen kustannukset 
Kehityksen osa-alue Pienen tai keskisuuren natii-
visovelluksen kehityskustan-
nukset 





$10 000 - $20 000 $10 000 - $20 000 
Natiivi iOS -toteutus $15 000 - $30 000 $0 
Natiivi Android -toteutus $10 000 - $20 000 $0 
Alustariippumaton toteutus $0 $10 000 - $20 000 
Yhteensä $35 000 - $70 000 $20 000 - $40 000 
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Käytännössä alustariippumatonta sovellusta kehittäessä kustannuksia ei suoraan voi jakaa 
alustojen määrällä verrattuna natiivin kehitysmallin kokonaiskustannuksiin. Usein valittu 
alustariippumaton kehitystapa aiheuttaa jonkin verran ylimääräisiä kustannuksia kutakin 
toteutettavaa alustaa kohden. Tämä aiheutuu siitä, että alustariippumatonkaan sovellus ei 
usein ole ohjelmakoodiltaan kokonaisuudessaan alustariippumaton, jolloin osa sovelluk-
sesta joudutaan kirjoittamaan alustakohtaisesti [51]. Kehitysmallien välillä on kuitenkin 
jo kahdelle alustalle kehittäessä niin suuri ero, että alustariippumattoman teknologian va-
linta toteutustavaksi on houkutteleva, mikäli alustariippumaton sovellus vain täyttää ase-
tetut suorituskykykriteerit. Mikäli sovellusta lisäksi alkuperäisen kehitysvaiheen lisäksi 
ylläpidetään tai jatkokehitetään, kasvavat kustannuserot entisestään alustariippumatto-
man sovelluksen eduksi varsinaisen ohjelmakoodin tuottamiseen käytetyn pääoman 
osuuden kasvaessa yhä suuremmaksi. 
Formotus Incorporated:n toteuttaman tutkimuksen mukaan ylläpitovaiheessa olevista so-
velluksista 29,6 % päivitetään vähintään kerran kuukaudessa ja 52,8 % vähintään kerran 
puolessa vuodessa. Saman tutkimuksen mukaan kuukausittaiset juoksevat ylläpito- ja jat-
kokehityskulut ovat keskisuurelle sovellukselle $5000–11 000 ja pienelle sovellukselle 
noin $3000. Kyseiset kulut koostuvat projektinhallinnasta, suunnittelusta, ominaisuuk-
sien kehittämisestä ohjelmakoodin tasolla, testauksesta, sovelluksen päivittämisestä so-
velluskauppoihin ja palvelimille sekä ylläpidollisista toimista. Kehitystavan valinta natii-
vin ja alustariippumattoman kehitysmallin välillä vaikuttaa mainituista osa-alueista välit-
tömästi ainoastaan uusien ominaisuuksien kehittämiseen. Tutkimuksessa ei eritellä kus-
tannusten tarkkaa jakautumista osa-alueiden välille, sillä ne saattavat vaihdella riippuen 
kehitetystä sovelluksesta.  
Jos sovellukseen kehitetään aktiivisesti uusia ominaisuuksia, ovat näihin kohdistuvat kus-
tannukset luonnollisesti suuremmat, kuin sovelluksella, jota ainoastaan ylläpidetään päi-
vittämällä nykyisten ominaisuuksien yhteensopivuutta. Alustariippumaton kehitysmalli 
on tästä syystä kustannustensa puolesta kannattava kehitystapa erityisesti tilanteissa, 
joissa sovellukseen kehitetään runsaasti ominaisuuksia myös ylläpitovaiheessa. [24]. 
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3. TUTKITTAVAT SOVELLUSTEKNIIKAT 
Tässä luvussa käydään läpi työssä tutkittavien teknologioiden perusperiaatteet ja arkki-
tehtuurit. Tutkittaviksi sovellustekniikoiksi valittiin Ionic ja React Native -ohjelmistoke-
hykset, joilla pyritään toteuttamaan sovellus, jota tavallisen käyttäjäkunnan edustaja ei 
kykene erottamaan natiivista sovelluksesta. Kunkin toteutustekniikan ohessa käsitellään 
myös toteutuskeinot, joilla kehittäjä voi vaikuttaa sovelluksen suorituskykyyn. 
3.1 Ionic 
Ionic on Drifty Co:n kehittämä avoimen lähdekoodin ohjelmistokehys, joka tarjoaa ko-
koelman valmiita mobiililaitteille räätälöityjä HTML5-käyttöliittymäelementtejä sekä 
mahdollisuuden kirjoittaa sovelluksen logiikka alustariippumattomasti JavaScriptilla 
[18]. Ionicilla kirjoitettu sovellus paketoidaan laitteessa suorittamista varten natiivisovel-
lukseksi hyödyntäen Apache Cordovaa, ja sovelluksen näkymiä suoritetaan WebView:ksi 
kutsutun natiivisovelluksen tarjoaman selainta emuloivan näkymän sisällä. Apache Cor-
dovan ja Ionicin muodostama arkkitehtuuri on annettu kuvassa 6. 
 
Kuva 6. Apache Cordova ja Ionic -arkkitehtuuri 
Käytännössä Apache Cordova mahdollistaa sovelluksen toteuttamisen lähes millä ta-
hansa JavaScript-kehyksellä, joten toteutus ei abstraktiotasoltaan välttämättä eroa millään 
tavoin tavallisen JavaScriptia käyttävän verkkosivuston kehityksestä. Sovelluskehityksen 
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kannalta Ionicin etuna on ennen kaikkea tavallisten web-kehityksessä käytettyjen teknii-
koiden hyödyntäminen. Tämä on eduksi erityisesti tilanteissa, joissa ohjelmistokehittä-
jillä ei ole kokemusta sovellusten kehittämisestä mobiilialustoille. Koska Ionic hyödyntää 
tavallisessa web-kehityksessä suuren suosion saavuttanutta AngularJS-ohjelmistoke-
hystä, pystytään Ionic-sovellusta kehittäessä hyödyntämään web-kehittäjillä jo olemassa-
olevaa tietotaitoa. [18][26] 
Teknisestä toteutustavastaan johtuen Ionic ei tarjoa natiiveja käyttöliittymäkomponent-
teja React Nativen -ohjelmistokehyksen tavoin. Tämän sijaan Ionic tarjoaa kokoelman 
mukautettuja HTML elementtejä, CSS-muotoiluja ja fontteja. Suurin osa Ionic-kehyksen 
tarjoamista elementeistä korvataan tai niitä täydennetään yhdellä tai useammalla 
HTML5-standardin mukaisella elementillä, ennen kuin ohjelma mallinnetaan WebView-
näkymässä. Esimerkiksi ion-content-elementin alle luodaan elementti <div 
class=”scroll”>, joka mahdollistaa näkymän vierittämisen pystysuunnassa, mikäli ky-
seisen elementin sisällä olevat elementit eivät mahdu laitteen ruudulle samanaikaisesti. 
Osa elementeistä myös sisältää alustan mukaan vaihtuvaa toiminnallisuutta. Esimerkiksi 
ion-spinner-elementti korvataan alustakohtaisella natiivia latausikonia muistuttavalla 
SVG-ikonilla. 
3.2 Toteutuksen vaikutus Ionic-sovelluksen suorituskykyyn 
Ionic-sovelluksen suorituskyky riippuu pitkälti tämän hyödyntämästä AngularJS-kehyk-
sestä, minkä vuoksi Ionic-sovelluksen suorituskykyä optimoidakseen täytyy kehittäjän 
ymmärtää ensin jonkin verran myös AngularJS:n periaatteista. AngularJS on Googlen 
vuonna 2010 julkaisema JavaScript-kehys, joka on saavuttanut suuren suosion web-kehi-
tyksessä tarjoamalla mahdollisuuden rakentaa web-sovelluksen MVC-arkkitehtuurin mu-
kaisesti [26]. AngularJS:n pääperiaatteena on, että sivusto tai web-sovellus rakennetaan 
single page application -periaatteella, eli sovellus koostuu päänäkymästä, jonka päälle 
ladataan dynaamisesti uutta dataa ja muita osanäkymiä. Tämä mahdollistaa sen, että sivua 
ei ladata missään vaiheessa uudelleen, mikä luo käyttäjälle enemmän mielikuvan sovel-
luksesta, kuin perinteisestä verkkosivustosta. [49] 
AngularJS-sovelluksen perusrakenne koostuu näkymistä (view), kontrollereista (control-
ler) sekä usein esimerkiksi REST-rajapinnasta, joka toimii sovelluksen mallina (model). 
Mainittujen komponenttien suhdetta sovelluksessa käsitellään kuvassa 7. Kuvasta poike-
ten on käytäntönä useimmiten myös AngularJS:n palveluiden (service) käyttö kontrolle-
rin ja mallin välissä, mikä mahdollistaa helpommin hallittavan ja uudelleenkäytettävän 
komponenttijaon. Palveluiden tarkoituksena on paketoida AngularJS-sovelluksen ras-
kaampi toiminnallisuus oman abstraktionsa taakse. Palvelut ovat singleton-luokkia, joten 
niistä on mahdollista luoda vain yksi instanssi. Kyseinen instanssi voidaan tämän jälkeen 
injektoida tarvittaviin kontrollereihin laajentamaan näiden toiminnallisuutta. 
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Kuva 7. AngularJS-sovelluksen MVC-arkkitehtuuri 
Sovelluksen osanäkymien vaihdosta huolehtii reititin (router). AngularJS:n osana käyte-
tään usein ngRoute-nimistä reititintä, joka aiemmin kuului oletuksena viralliseen Angu-
larJS-kirjastoon. Ionic käyttää oletusreitittimen sijaan UI Router -nimistä reititintä, jonka 
tavoitteena on tarjota ngRouten tarjoamien ominaisuuksien lisäksi myös muita edisty-
neempiä ominaisuuksia. NgRoutesta poiketen UI Router käsittelee reittejä tiloina (state), 
jotka eivät pohjaudu yksinomaan sovelluksessa aktiivisena olevaan URL:iin eli reittiin. 
Tiloille on mahdollista kohdistaa tietty reitti sovelluksessa, mutta tämä ei ole pakollista. 
Tämä mahdollistaa sen, että yksittäisellä reitillä voi olla useampi tila, minkä mukaan voi-
daan suorittaa haluttua logiikkaa sovelluksessa. Yksittäinen tila voi myös koostua useam-
masta osanäkymästä ja näkymät voivat olla sisäkkäisiä. Tämä mahdollistaa sen, että mo-
nimutkaiset näkymät voidaan jakaa useampaan pienempään näkymään, joita voidaan 
myös uusiokäyttää tehokkaammin osana muita näkymiä ja pienentää samalla sovelluksen 
kokoa.  
Sovelluksen pieni koko on luonnollinen etu etenkin web-sovellusta kehittäessä, mutta sa-
moja periaatteita on mahdollista soveltaa myös toteutettaessa hybridisovellusta. Web-so-
velluksen tapauksessa etu saadaan pääasiassa lyhyemmästä latausajasta, mikä johtaa 
useimmiten myös parempaan käyttäjäkokemukseen sekä parempaan hakukonenäkyvyy-
teen [52][45]. Koska HTML5-pohjaisia hybridisovelluksia ajetaan käytännössä sovelluk-
sen sisäisessä selaimessa, ovat suorituskykyvaikutukset vastaavanlaisia. Sovelluksen tie-
dostojen suurempi koko saattaa ilmetä esimerkiksi käyttöliittymäelementtien välähtelynä, 
animaatioiden kankeutena ja pidempinä latausaikoina näkymää vaihtaessa sekä sovellusta 
käynnistäessä. Tämä saattaa johtaa huonoon käyttäjäkokemukseen, sillä natiivisovelluk-
sia käyttäessä vastaavia suorituskykyongelmia harvoin esiintyy. [3] 
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AngularJS käyttää tiedon sitomiseen näkymän ja kontrollerin välillä two-way data bin-
ding nimistä tekniikkaa [27]. Näkymissä näytettävät muuttujat tallennetaan $scope-nimi-
seen objektiin, jota on mahdollista lukea ja kirjoittaa sekä näkymän, että kontrollerin puo-
lelta. Kontrollerikohtaisen $scope-objektin lisäksi AngularJS tarjoaa myös $rootScope-
nimisen objektin, johon voidaan tallentaa arvoja, joita halutaan käsitellä globaalisti. Kont-
rollerin puolella tehdyt muutokset sekä $rootScope-objektiin, että $scope-objektiin näky-
vät automaattisesti näkymän puolella ja päinvastoin, tämän vuoksi tekniikkaa kutsutaan 
kaksisuuntaiseksi. Kaksisuuntaisuus saadaan aikaan tarkkailemalla jatkuvasti muutoksia 
$scope-objektissa. Tämä saadaan aikaan kohdistamalla automaattisesti jokaista $scope-
objektin sisältämää objektia kohden oma tarkkailija (watcher) AngularJS:n $watch-me-
todilla, kun $scope-objektiin lisätään arvo näkymässä. Näkymän päivitykset suoritetaan 
erillisellä päivityskierroksella (digest cycle), joka kutsuu jokaista olemassaolevaa tark-
kailijaa. Päivityskierros alkaa $rootScope-objektin tarkkailijoista ja siirtyy tämän jälkeen 
$scope-objektiin. Kukin tarkkailija vertaa nykyistä arvoaan edellisen kierroksen arvoonsa 
ja päivittää mahdollisen muutoksen $scope-objektiin. Päivityskierroksen kulku on esi-
tetty kuvassa 8. 
 
Kuva 8. Päivityskierroksen kulku 
AngularJS:n datanhallintamalli on tehokas sovellusta toteuttaessa, sillä dataa ei ole tar-
peen päivittää tai välittää näkymän ja kontrollerin välillä käsin erillisillä päivityskutsuilla. 
Sovelluksen suorituskyvyn kannalta kyseinen malli on kuitenkin ongelmallinen, sillä mo-
nimutkaisessa sovelluksessa tarkkailijoita saattaa olla niin paljon, että niiden päivittämi-
seen vaaditaan huomattava määrä laskentatehoa. Ongelma korostuu etenkin mobiililait-
teilla, mutta ongelmaan on syytä kiinnittää huomiota myös työpöytäkäytössä varsinkin 
suurempia tietomääriä mallintaessa. Tarkkailijoiden maksimimäärän ohjearvona pidetään 
n. 2000 tarkkailijan rajaa, minkä jälkeen suorituskyvyssä on havaittavissa heikentymistä. 
[43] 
Tarkkailijoiden määrää on mahdollista vähentää hyvällä suunnittelulla. Normaalin datan 
sidonnan sijaan on esimerkiksi mahdollista käyttää one-time binding -ilmaisua, jolloin 
muuttujaan sidotaan arvo ainoastaan kerran, eikä sille tämän jälkeen luoda tarkkailijaa. 
Tämä tapa soveltuu tilanteisiin, joissa tiedetään, että data ei muutu käytön aikana. Esi-
merkki one-time binding -ilmaisun käytöstä löytyy ohjelmasta 1. 
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<div ng-repeat=”foo in bars”> 
  
 <!-- Normal binding --> 
{{foo}} 
 
<!-- One-time binding --> 
 {{::foo}} 
</div> 
Ohjelma 1. Esimerkki one-time binding -ilmaisun käytöstä. 
Tarkkailijoiden määrää on myös mahdollista vähentää säilyttämällä datan automaattinen 
sidonta muissa muuttujissa paitsi niissä, joista tarkkailija on poistettu. Tarkkailija voidaan 
poistaa kutsumalla AngularJS:n $watch-metodin palauttamaa metodia. Tämä onnistuu 
ohjelmassa 2 kuvatulla tavalla. 
// App.js 
angular.module(”app”, []) 
.controller(”MainController”, function($scope) { 
  
 $scope.numberOfDigestCycles = 0; 
 
 $scope.removeWatcher = function() { 
 
// Function returned by $scope.watch() gets called and the watcher 
// is deleted 
  sampleWatcher(); 
 } 
 
var sampleWatcher = $scope.watch(”modelBeingWatched”,  
function(newValue, oldValue) { 




<!-- index.html --> 
<body ng-controller=”MainController”> 
 <input ng-model=”modelBeingWatched> {{numberOfDigestCycles}} 
 <button ng-click=”removeWatcher()”>Remove watcher</button> 
</body> 
Ohjelma 2. Esimerkki tarkkailijan manuaalisesta poistosta. 
3.3 Web-teknologiat osana Ionic-ohjelmistokehystä 
Toteutustapojen lisäksi suurta roolia suorituskyvyssä näyttelee käytetty selain. Kuten in-
ternet-selain, myös Cordova-ohjelmistokehykseen pohjautuvien sovellusten käyttämä 
WebView-näkymä on kohtalaisen helposti vaihdettavissa. Oletuksena sovellus käyttää 
aina laitteen omaa WebView-näkymää, jonka tarjoamat rajapinnat ja suorituskyky saat-
tavat vaihdella laitteen käyttöjärjestelmän version mukaan. Käytännössä Android-alus-
talla WebView vastaa Android-selainta ennen Android-versiota 4.4. Android-versiosta 
4.4 alkaen oletuksena käytössä oleva WebView pohjautuu Chromium-selaimeen [37]. 
IOS-alustalla vastaavasti ennen iOS versiota 8 käytössä on oletuksena UIWebView ja 
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tästä eteenpäin WKWebView [48]. Sekä Android-, että iOS-alustoilla vanhemmat 
WebView-näkymät ovat suorituskyvyltään selkeästi heikompia kuin uudet. Sovellusta to-
teuttaessa tulee tämän vuoksi arvioida Android 4.4- ja iOS 8-versioita vanhempien käyt-
töjärjestelmien osuus sovelluksen loppukäyttäjillä. Suorituskykyerot ovat huomattavia, 
sillä esimerkiksi iOS:n UIWebView ja WKWebView-näkymien suorituskyvyssä on n. 20 
% suorituskykyero sivun mallinnuksessa ja jopa yli 300 % parannus pelkän JavaScript-
ohjelmakoodin suorituksessa WKWebView:n eduksi. [48][44] 
Suurin osa vanhempien alustojen WebView-näkymien suorituskykyongelmista voidaan 
korjata ottamalla käyttöön esimerkiksi Intelin avoimen lähdekoodin Crosswalk-
WebView. Crosswalkin etuna on paremman suorituskyvyn lisäksi se, että WebView poh-
jautuu jokaisella alustalla samaan selaimeen, jolloin kehitettävän sovelluksen testaus hel-
pottuu. Crosswalk lupaa lisäksi ruudunpäivitysnopeuden olevan 20-60 ruutua sekunnissa 
alustan oletuksena käyttämän WebView:n tarjotessa yleensä n. 5-10 ruudun päivitysno-
peutta sekunnissa. [23] 
Kuten web-sovelluksissa, myös Ionic-sovelluksen JavaScript-, CSS- ja HTML-tiedostot 
on mahdollista minifioida ja niputtaa yhteen. Tämä tarkoittaa, että samantyyppiset tiedos-
tot yhdistetään ja tiedostoista poistetaan kaikki ylimääräiset merkit, säilyttäen samalla al-
kuperäinen toiminnallisuus. Kyseinen prosessi tekee ohjelmakoodista vaikealukuista ih-
miselle, mutta tiedoston koon pienentyessä se on nopeampi siirtää ja lukea koneellisesti. 
Ionic-sovelluksessa toimenpide parantaa suorituskykyä etenkin näkymää vaihtaessa ja 
sovellusta avatessa, kun uutta ohjelmakoodia joudutaan lukemaan laitteen muistista 
WebView-näkymän muistiin. [3] 
Mikäli sovelluksen näkymiä tai muita sovelluksen resursseja ladataan verkon ylitse, on 
olennaista huomioida myös HTTP/1.1-standardin rajoitteet. Koska HTTP/1.1 kykenee ai-
noastaan 2-8 yhtäaikaiseen yhteyteen domainia kohden riippuen käytetystä internet-se-
laimesta, joutuu useimmiten osa ladattavista resursseista odottamaan muiden resurssien 
latauksen valmistumista. Tämän vuoksi sovelluksen suorituskyvyn kannalta on olennaista 
optimoida tiedostojen koko ja määrä tai jakaa ne ladattavaksi useamman domainin kautta, 
esimerkiksi hyödyntämällä sisällönjakeluverkkoa. HTTP/2-standardin yleistyessä kysei-
set ongelmat kuitenkin vähenevät, sillä samanaikaisten yhteyksien määrää ei enää ole 
standardin osalta rajoitettu vaan rajoite asetetaan web-palvelimen toimesta. HTTP/2-stan-
dardin server push -ominaisuus parantaa myös suorituskykyä, sillä web-palvelin kykenee 
tarjoamaan resursseja asiakkaalle jo ensimmäisen pyynnön yhteydessä ilman, että kysei-
siä resursseja pyydetään erikseen. [7] 
Shadow- ja opacity-ominaisuuksien käyttö Ionic-sovelluksen CSS-tyyleissä, aiheuttaa 
useimmilla mobiililaitteilla ruudunpäivitysnopeuden pienenemistä. Ongelma esiintyy lä-
hinnä animaatioiden yhteydessä tai jos käyttöliittymän elementit muusta syystä liikkuvat, 
esimerkiksi vierittämisen yhteydessä. Ongelma on korjattavissa käyttämällä CSS-tyylien 
sijaan kuvia, jotka ovat osittain läpinäkyviä tai varjo on piirretty kuvaan valmiiksi. [46] 
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3.4 React Native 
React Native on Facebookin kehittämään React-JavaScript-ohjelmistokehykseen [21] 
pohjautuva alustariippumaton ohjelmistokehys, jonka avulla on mahdollista kehittää 
käyttöliittymältään natiiveja sovelluksia [22]. Alustariippumaton osa React Nativella kir-
joitetusta sovelluksesta on sovelluksen logiikka, joka toteutetaan käyttäen JavaScriptin 
syntaksia laajentavaa JSX-syntaksia, joka käännetään puhtaaksi JavaScriptiksi ennen oh-
jelman suoritusta.  
React Native -sovellus on mahdollista kirjoittaa yhdistäen JavaScript-ohjelmakoodissa 
ES5-, ES6- ja ES7-standardeja. ES6-standardi mahdollistaa luokkien kirjoittamisen, mikä 
ohjaa suunnittelemaan sovelluksen rakenteen komponenttipohjaisesti. Käytännössä React 
Native -sovellus koostuu useista luokista, jotka voivat esittää kokonaista näkymää tai esi-
merkiksi nappia. Ohjelmassa 3 käsitellään näkymänä toimivaa HomeScreen-luokkaa sekä 
tämän sisältämää Button-luokkaa ES6-standardin mukaisesti kirjoitettuna. 
class HomeScreen extends Component { 
  render() { 
    return ( 
      <Button  
        onPress={this.onButtonPress.bind(this)} 
        buttonText="Submit"> 
      </Button> 
    ); 
  } 
} 
Ohjelma 3. Button-komponentti näkymän sisällä. 
Tavallisesti web-kehityksessä käytettävät JavaScript-kehykset tarjoavat käyttäjän käyttä-
mälle selaimelle käyttöliittymän HTML-merkkauksella kirjoitettuna dokumenttioliomal-
lina. Dokumenttioliomalli on puumainen rakenne valittua merkkauskieltä, jonka selain 
kykenee piirtämään ihmisen ymmärtämään visuaaliseen muotoon. React poikkeaa tästä 
tarjoamalla sovelluslogiikan ja käyttöliittymän väliin Virtual DOM:ksi kutsutun mallin-
nuksen JSX-syntaksilla kirjoitetuista käyttöliittymäkomponenteista. Kyseinen rakenne 
tarjoaa edun suorituskyvyssä, sillä Virtual DOM voidaan pitää jatkuvasti muistissa ja päi-
vittää käyttäjälle näkyvään dokumenttioliomalliin ainoastaan muuttunut sisältö. Suoritus-
kykyoptimointi ei kuitenkaan ole pääsyy siihen miksi kyseistä rakennetta pidetään mul-
listavana. Virtual DOM mahdollistaa sen, että tavallisen selaimen ymmärtämän doku-
menttiolimallin sijaan voidaan käyttöliittymä mallintaa käytännössä mihin tahansa muo-
toon. Tämä tarkoittaa kehittäjän kannalta käytännössä sitä, että React-ohjelmistokehyk-
sen hallitsemalla on mahdollista toteuttaa web- ja mobiilisovellusten lisäksi muillekin 
alustoille, joita ei vielä välttämättä ole edes keksitty.  
React Native hyödyntää Reactin Virtual DOM ominaisuutta pyytämällä alustan tarjoamaa 
käyttöliittymärajapintaa piirtämään halutut natiivit komponentit käyttöliittymään Virtual 
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DOM:n tilan perusteella. Tämän vuoksi React Native ei tarvitse muista alustariippumat-
tomista JavaScript-kehyksistä tuttua WebView-näkymää käyttöliittymän esittämiseen. 
Kuvassa 9 esitellään käyttöliittymän päivityksen kulku Virtual DOM:n kautta React Na-
tive -sovelluksessa. 
 
Kuva 9. React Native-sovelluksen käyttöliittymän mallinnussykli. 
Kirjoitushetkellä React Native tarjoaa Android- ja iOS-alustoille yhteisesti taulukossa 2 
esitellyt käyttöliittymäkomponentit. Taulukossa vasemmalla on käyttöliittymäkom-
ponentin nimi, joka useimmiten vastaa alustoilla natiivina tarjolla olevaa käyttöliittymä-
komponenttia. Vasemmalla taulukossa on lyhyt kuvaus kyseisen komponentin roolista ja 
toiminnasta. 







Modal Päänäkymän päälle aukeava popup-tyyppinen näkymä 
Navigator Navigaatio, sisältää myös navigoinnin pyyhkäisyeleillä 
Picker Komponentti yhden vaihtoehdon valintaan useammasta vaihtoeh-
dosta 
RefreshControl Sivupäivityksen hallinta 
ScrollView Vieritettävä näkymä 
Slider Liukupalkki 
StatusBar Sovelluksen tilapalkki 
Switch Päälle/pois -valinta 
Text Tekstin esitysalue 
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Lisäksi kehys tarjoaa osalle käyttöliittymäkomponenteista myös alustakohtaiset toteutuk-
set, jotka on esitelty taulukossa 3. Alustakohtaiset komponentit tarjoavat kyseiselle alus-
talle ominaisia ominaisuuksia, kuten TabBarIOS, joka tarjoaa iOS-alustalle ominaisen 
välilehtinavigaation ruudun alalaitaan. 
Taulukko 3. React Nativen tarjoamat alustakohtaiset käyttöliittymäkomponentit 
Yllä mainittuja komponentteja ei ole mahdollista laajentaa kehittäjän toimesta, mutta uu-
sia komponentteja on mahdollista toteuttaa. Vaihtoehtoisesti uusi mukautettu kompo-
nentti voidaan kuitenkin paketoida jonkin olemassa olevan komponentin sisään ohjel-
massa 4 esitetyllä tavalla. Esimerkkiohjelmassa luodaan uusi nappia esittävä komponentti 
Button, joka sisältää TouchableHighlight- sekä Text-komponentit. TouchableHighlight 
lisää napille kosketukseen reagoivia ominaisuuksia, esimerkkiohjelman tapauksessa pai-
nalluksen yhteydessä vaihtuvan värin. Napille on myös mahdollista liittää muuta toimin-
nallisuutta, esimerkiksi metodi, jota kutsutaan nappia painaessa. Napin sisältämä Text-
komponentti puolestaan vastaanottaa buttonText-ominaisuutensa kautta napin sisällä esi-
tettävän tekstin. 
TextInput Muokattava tekstikenttä 
TouchableHighlight Sisälle asetettu komponentti korostetaan koskettaessa 
TouchableOpacity Sisälle asetetun komponentin läpinäkyvyyttä lisätään koskettaessa 
TouchableWithout-
Feedback 
Kosketettava komponentti, joka ei anna palautetta 
View Sivupohjakomponentti, joka määrittää näkymän pohjatyylin. Voi sisäl-
tää muita komponentteja 




DrawerLayoutAndroid Android Oletuksena piilossa oleva päänäkymän ulkopuo-
lelta näkyviin pyyhkäistävä valikko 
ProgressBarAndroid Android Latauspalkki 
PullToRefreshViewAndroid Android Näkymän yläreunan yli vierittäessä laukaistaan nä-
kymän päivitys 
ToolbarAndroid Android Yläreunan työkalupalkki 
TouchableNativeFeedback Android Alustalle tyypillinen palaute kosketukseen 
ViewPagerAndroid Android Sivutettu joukko näkymiä, joiden välillä mahdollista 
siirtyä pyyhkäisemällä vaakasuunnassa 
ActivityIndicatorIOS iOS Latauskuvake 
DatePickerIOS iOS Päivämäärän/ajan valinta 
NavigatorIOS iOS Navigaatio, sisältää myös iOS-alustan tyypilliset 
pyyhkäisyeleet 
PickerIOS iOS Valinta listasta vaihtoehtoja 
ProgressViewIOS iOS Latauspalkki 
SegmentedControlIOS iOS Vaakasuuntainen valintakomponentti 
SliderIOS iOS Liukupalkki 
TabBarIOS iOS Näkymän alareunassa sijaitseva välilehtivalitsin 
TabBarIOS.Item iOS Välilehtivalitsimen välilehti 
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class Button extends Component { 
  render() { 
    return ( 
      <TouchableHighlight  
        style={styles.button} 
        onPress={this.props.onPress} 
        underlayColor='#1b6698'> 
        <Text style={styles.buttonText}> 
          {this.props.buttonText} 
        </Text> 
      </TouchableHighlight> 
    ); 
  } 
}; 
Ohjelma 4. Käyttöliittymäkomponentin paketointi olemassaolevan React Native käyttö-
liittymäkomponentin sisään.  
React Native -sovelluksen suorittamiseksi laitteessa, tulee sovellus paketoida alustakoh-
taisesti, joko Android- tai iOS-alustalle. Android-alustalla tämä onnistuu esimerkiksi 
Android Studio -kehitysympäristön avulla, ja iOS-alustalla vaaditaan vastaavasti Xcode-
kehitysympäristö, jonka käyttöä varten tarvitaan OS X -käyttöjärjestelmää käyttävä laite. 
Kumpaankin kehitysympäristöön on sisäänrakennettu työkalut sovelluksen paketoimi-
seen asennuspaketiksi, sekä sovelluksen asentamiseen suoraan saatavilla olevaan laittee-
seen. [19] 
3.5 Toteutustavan vaikutus React Native -sovellukseen 
React Nativen tarjoamat poikkeavat ratkaisut kehyksen arkkitehtuurissa tarjoavat selkeän 
edun sovelluksen käyttöliittymän suorituskykyyn. Koska käyttöliittymäkomponentit on 
toteutettu natiivisti WebView-näkymässä tulkittujen HTML-elementtien sijaan, kyetään 
käyttöliittymää päivittämään 60 ruudun sekuntinopeudella, kuten täysin natiivissa sovel-
luksessa. Vertailun vuoksi HTML5-pohjaiset WebView-näkymää hyödyntävät sovelluk-
set kykenevät yleensä 5-10 ruudun päivitysnopeuteen. Vaihtoehtoisesti erillistä kolman-
nen osapuolen WebView-näkymää hyödyntämällä on mahdollista saavuttaa 20, 30 tai 
paikoitellen jopa 60 ruudun päivitysnopeuksia [23][33]. 
Suuren ruudunpäivitysnopeuden ylläpito vaatii kuitenkin huolellista suunnittelua myös 
kehittäjältä. 60 ruudun päivitysnopeus sekunnissa tarkoittaa samalla, että sovelluslogii-
kalle jää 16,67ms aikaa ladata tarvittavat komponentit käyttöliittymään ennen kuin sovel-
lus joutuu pudottamaan ruudunpäivitysnopeuttaan. Tämä johtuu siitä, että sovelluksen 
komponenttien animaatiot ja sovelluslogiikka ajetaan samassa JavaScript-säikeessä. 
Koska käyttöliittymän komponentit päivitetään aina JavaScript-säikeen tapahtumasilmu-
kan lopuksi, säikeen suorituksen viivästyessä myös komponenttien päivityskutsut viiväs-
tyvät. Jos siis sovelluslogiikalla kestää esimerkiksi 300ms rajapintakutsun valmistumista 
odottaessa, joudutaan hylkäämään 18 päivitettävää uutta ruutua, mikä näkyy käyttäjälle 
animaatioiden kankeutena, ja sovellus ei tänä aikana myöskään vastaa syötteisiin. Osa 
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komponenteista, kuten NavigatorIOS, poikkeaa tästä suunnittelumallista, sillä ne suorite-
taan omassa säikeessään erillään sovelluslogiikan JavaScript-säikeestä. Tämä mahdollis-
taa sen, että kyseisten komponenttien animaatioita voidaan suorittaa keskeytyksettä rin-
nakkain sovelluslogiikan kanssa. NavigatorIOS on nimensä mukaisesti yhteensopiva ai-
noastaan iOS-alustan kanssa, minkä vuoksi useimmissa tapauksissa on suositeltavaa käyt-
tää Navigator-komponenttia paremman alustariippumattomuuden takaamiseksi. Naviga-
tor-komponenttia käyttäessä kehittäjän tulee kiinnittää huomiota sovelluslogiikan toteu-
tustapaan, jotta käyttöliittymän päivitystä ei keskeytetä kriittisellä hetkellä. Käytännössä 
toteutuksessa on usein mahdollista käyttää käyttöliittymän päivityssyklin huomioivia 
komponentteja, kuten ListView-listakomponentti. Muissa tapauksissa ohjelmakoodi on 
kirjoitettava niin, ettei ohjelman suoritus pysähdy kerralla odottamaan 16,67ms ajanjak-
soa pidempään. [22] 
Poiketen kohdassa 3.1 käsitellystä Ionic -ohjelmistokehyksestä React Nativen arkkiteh-
tuurissa tieto kulkee vain yhteen suuntaan. Tämä ratkaisee myös aiemmin käsitellyt suo-
rituskykyongelmat, sillä AngularJS:lle tyypillisille tarkkailijoille ei ole tarvetta. Tarvitta-
essa vastaavanlainen two-way data binding -mallia noudattava toteutus on mahdollinen 
hyödyntämällä ReactLink-moduulia. Kyseisen moduulin runsaaseen käyttöön liittyy kui-
tenkin vastaavat suorituskykyongelmat, kuin AngularJS:n two-way data binding -mallin 
kanssa, joten sitä tulee käyttää harkiten. 
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4. MITTAUSTEN TOTEUTUS 
Tässä luvussa käydään läpi työssä toteutetut testisovellukset ja niille mittauksia varten 
asetetut kriteerit. Mittauksia varten toteutettiin kaksi kappaletta Android-alustalla suori-
tettavia testisovelluksia. Ensimmäinen sovelluksista on WebView-tekniikkaa edustava 
Ionic-sovellus ja toinen käyttöliittymältään natiivia sovellusta edustava React Native -
sovellus. 
4.1 Testisovellukset 
Työssä toteutettiin kaksi testisovellusta, joiden suorituskykyä optimoitiin luvussa 3 käsi-
tellyin toteutuskeinoin. Ionic-testisovellus toteutettiin ohjelmistokehyksen versiolla 1.2.4 
ja React Native -sovellus versiolla 0.17.0. Testisovellukset koostuvat kolmesta näky-
mästä, joiden sisällöt edustavat tavallisessa tietopohjaisessa sovelluksessa usein käytettä-
viä komponentteja. Kuvassa 10 nähdään testisovellusten ensimmäinen näkymä, jossa on 
mahdollista täyttää lomake ja lähettää se. Kuvassa vasemmalla on Ionic- ja oikealla React 
Native -toteutus.  
 
Kuva 10. Ionic- ja React Native -testisovellusten ensimmäinen testinäkymä 
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Ionic-kehyksen tapauksessa näkymä koostuu HTML-elementeistä ja Ionicin tarjoamista 
CSS-muotoiluista. Ionic-kehyksen CSS-muotoilut käännetään SASS-tyylittelykielellä 
kirjoitetusta tyylikirjastosta, johon on testisovelluksen tapauksessa kirjoitettu mukautet-
tuja tyylejä. Ohjelmassa 5 esitellään Ionic-testisovelluksen päänäkymän HTML-kuvaus. 
Ohjelmasta nähdään AngularJS:n tarjoama two-way data binding -ominaisuus, joka on 
suorituskykyongelmistaan huolimatta hyödyllinen erityisesti lomakkeiden tapauksessa. 
Lomakkeen tekstikentän arvon muuttuessa ei ole tarpeen erikseen päivittää uutta arvoa, 
sillä arvon säilyttävä muuttuja sidotaan suoraan tekstikenttään ng-model-attribuutilla. 
<ion-header-bar class="bar-positive"> 
    <h1 class="title">Home</h1> 
</ion-header-bar> 
<ion-content> 
    <div class="list"> 
        <label class="item item-input"> 
            <input ng-model="form.firstName" 
                    type="text" 
                    placeholder="First name"> 
        </label> 
        <label class="item item-input"> 
            <input ng-model="form.lastName" 
                    type="text" 
                    placeholder="Last name"> 
        </label> 
        <label class="item item-input"> 
            <input ng-model="form.email" 
                    type="email" 
                    placeholder="Email"> 
        </label> 
        <label class="item item-input"> 
            <input ng-model="form.password" 
                    type="password" 
                    placeholder="Password"> 
        </label> 
    </div> 
    <div class="text-right padding-horizontal"> 
        <button class="button button-positive" 
                ng-click="handleFormSubmit()"> 
            Submit 
        </button> 
    </div> 
    <div class="text-center" 
            ng-if="loading.submit"> 
        <ion-spinner></ion-spinner> 
    </div> 
    <p ng-if="submitted && !loading.submit" 
        class="text-center"> 
        Submitted! 
    </p> 
</ion-content>  
Ohjelma 5. Ionic-kehyksellä toteutetun testiohjelman ensimmäisen näkymän HTML-ku-
vaus. 
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React Nativen osalta näkymä rakennettiin kehyksen tarjoamilla natiiveilla komponen-
teilla. Kyseinen näkymä hyödyntää pääasiassa TextInput -nimistä komponenttia, joka luo 
kentän, johon on mahdollista syöttää tekstiä. Ohjelmassa 6 nähdään lyhennetty toteutus 
React Native -testisovelluksen lomakkeesta. Ionic-toteutuksesta poiketen lomakkeen 
tekstikentän arvon päivittyessä joudutaan muuttunut arvo päivittämään onChangeText-
tapahtuman avulla luokan tilaan.  
<View> 
 <View> 
  <TextInput  
   ref={component => this._firstNameInput = component} 
   autoCapitalize="words"  
   name="firstName"  
   placeholder="First name"  
   onChangeText={(firstName) => this.setState({firstName})} 
   value={this.state.firstName}  
   editable={this.state.formEditable} /> 
 </View> 
 <View> 
  <TextInput  
   ref={component => this._lastNameInput = component} 
   autoCapitalize="words"  
   name="lastName"  
   placeholder="Last name"  
   onChangeText={(lastName) => this.setState({lastName})} 
   value={this.state.lastName}  
   editable={this.state.formEditable} /> 
 </View> 
 <View style={styles.buttonContainer}> 
  <Button  
   onPress={this.onFormSubmit.bind(this)} 
   buttonText="Submit"> 
  </Button> 
 </View> 
 <View style={styles.messageContainer}> 
  {loadingIndicator} 
  {submittedMessage} 
 </View> 
</View> 
Ohjelma 6. Lyhennetty versio React Native -testiohjelman ensimmäisen näkymän JSX-
ohjelmakoodista. 
Testiohjelman toinen näkymä koostuu listasta, johon mallinnetaan yli 500 alkion JSON-
tiedosto (Kuva 11). Pitkän listan avulla on mahdollista vertailla sovellusten tehokkuutta, 
tapauksessa, jossa ruudulle on tarve mallintaa suuri määrä elementtejä yhtäaikaisesti. 
Suorituskykyongelmat ilmenevät tällöin usein ruudunpäivitysnopeuden putoamisesta 
johtuvana animaation kankeutena ja ovat huomattavissa jopa paljaalla silmällä listaa vie-
rittäessä. Kumpikin testattu ohjelmistokehys tarjoaa listaa varten komponentin, joka mal-
lintaa automaattisesti ruudulla näkyvien elementtien lisäksi ainoastaan osan listasta, sen 
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sijaan, että koko lista mallinnettaisiin kerralla. Listaa vierittäessä vanhoja elementtejä tu-
hotaan ja uusia mallinnetaan automaattisesti, mikä parantaa suorituskykyä varsinkin, jos 
listassa olevien elementtien määrä on suuri. 
 
Kuva 11. Ionic- ja React Native -testisovellusten listanäkymä 
Ionic-kehyksen tapauksessa dynaaminen listakomponentti luodaan antamalla toistetta-
valle elementille collection-repeat-attribuutti. Ohjelmassa 7 nähdään näkymässä näkyvän 
listan toteutus HTML-merkkauskielellä. Vaihtoehtoinen tapa luoda lista on käyttää An-
gularJS:n tarjoamaa ng-repeat-attribuuttia, joka mallintaa listan kokonaisuudessaan, 
vaikka suurin osa listasta ei näkyisi ruudulla. Suorituskyvyn kannalta olennaista on testi-
sovelluksen tapauksessa one-time binding-tekniikan käyttö. Pitkien listojen tapauksessa 
AngularJS:n tarkkailijoiden määrä kasvaa nopeasti suureksi, huonontaen suorituskykyä 
merkittävästi. Testisovelluksen tapauksessa two-way data binding- ja ng-repeat-toteu-
tusta käyttäessä 500 alkion lista vaatisi 1001 (2 x 500 + 1) tarkkailijaa. Mikäli listassa 
olisi tarpeen näyttää JSON-alkiosta kahden parametrin sijaan esimerkiksi neljä, ylitettäi-
siin tällöin suosituksena oleva 2000 tarkkailijan raja. Optimoidun esimerkkiohjelman ta-
pauksessa tarkkailijoita muodostuu vain n. 20-30 riippuen ruudulle mahtuvien element-
tien määrästä. Tarkkailijoiden määrä saatiin siis oikeaoppisella toteutuksella pudotettua 
n. 2-3 %:iin alkuperäisestä määrästään. 
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<ion-content> 
    <ion-refresher on-refresh="refreshList()"> 
    </ion-refresher> 
    <div class="list"> 
        <a class="item item-avatar"  
           collection-repeat="item in data" 
            <img class="avatar-image"  
                 src="http://dippa-cdn.s3.eu-central-1.amazo-
naws.com/whisky.png"> 
            <h2>{{::item.name}}</h2> 
            <p>{{::item.age}} yo</p> 
        </a> 
    </div> 
</ion-content> 
Ohjelma 7. Ionic-kehyksen dynaaminen lista. 
React Native tarjoaa dynaamisen listan luontiin niin ikään oman komponenttinsa nimel-
tään ListView, jonka käyttöä käsitellään ohjelmassa 8. Lista on tarvittaessa mahdollista 
luoda yhtenä komponenttina, mutta uudelleenkäytettävyyden vuoksi se on jaettu kahteen 
itsenäiseen osioonsa. Ylempi PullToRefresh-komponentti mahdollistaa listan päivittämi-
sen vierittämällä yli listan yläosasta. Varsinainen listan toteuttava ListView-komponentti 
asetetaan tämän sisään ja määritetään renderRow-attribuutin avulla listan yksittäisen rivin 
mallintava komponentti. 
{/*  
Parent view which calls the TouchableHighlight-component through renderRow. 
*/} 
<PullToRefreshViewAndroid 
  style={styles.pullToRefresh} 
  refreshing={this.state.isRefreshing} 
  onRefresh={this._onRefresh.bind(this)}> 
  <ListView 
    dataSource={this.state.dataSource} 
    renderRow={this._renderRow} 
    style={styles.listView}> 
  </ListView> 
</PullToRefreshViewAndroid> 
 
{/* The actual row rendering component called by ListView. */} 
<TouchableHighlight onPress={_pressRow} 
  underlayColor='#3498db'> 
  <View style={styles.container}> 
    <Image 
      source={{uri:'http://dippa-cdn.s3.eu-central-1.amazo-
naws.com/whisky.png'}} 
      style={styles.thumbnail}  
    /> 
    <View style={styles.rightContainer}> 
      <Text style={styles.name}>{item.name}</Text> 
      <Text style={styles.age}>{item.age} yo</Text> 
    </View> 
  </View> 
</TouchableHighlight> 
Ohjelma 8. Lyhennetty versio React Native -testisovelluksen listanäkymästä. 
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React Native tarjoaa ListView-komponentin lisäksi Ionic-testisovelluksen ng-repeat-tek-
niikan kanssa vastaavasti koko listan samanaikaisesti mallintavan ScrollView-komponen-
tin. React Nativen tapauksessa suorituskykyongelmat eivät aiheudu Ionic-testisovelluk-
sen tavoin tarkkailijoista, vaan käyttöliittymän päivitystä viivästävästä sovelluslogiikasta. 
ListView tarjoaa tätä varten kaksi suorituskykyparannusta: ainoastaan muuttuneiden ri-
vien uudelleenmallintamisen sekä mahdollisuuden säätää mallinnettavien rivien määrää 
yksittäisen tapahtumasilmukan kierroksen aikana. Koska tapahtumasilmukalla on n. 
16,67ms aikaa valmistua, on mallinnettavien rivien määrää säätämällä mahdollisuus vai-
kuttaa merkittävästi suorituskykyyn, mikäli lista on pitkä. 
Kuvassa 12 esitellään testisovellusten kolmas näkymä, joka ei toteutuksen puolesta esit-
tele suorituskyvyn kannalta uusia toteutustapoja kahden aiemmin esitellyn näkymän li-
säksi. Näkymä toteutettiin kuitenkin esittelemään kummankin ohjelmistokehyksen kom-
ponenttien toteutusta osana työssä toteutettua käyttäjätutkimusta. 
 
Kuva 12. Ionic- ja React Native -testisovellusten kolmas näkymä. 
Ohjelmassa 9 nähdään Ionic-testisovelluksen kolmannen näkymän mallintava HTML-
kuvaus. Näkymässä hyödynnetään Ionic-ohjelmistokehyksen tarjoamaa ion-toggle-kom-
ponenttia, joka mallintaa näkymässä esiintyvät Androidin natiivia Switch-komponenttia 
muistuttavat kytkimet. Kytkimien päällä/pois -tilaa ohjataan jälleen AngularJS:n two-
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way data binding -tekniikan avulla status-objektin gps- ja wifi -ominaisuuksien arvojen 
kautta. 
<ion-content> 
    <ion-toggle ng-model="status.gps" 
                toggle-class="toggle-positive"> 
        GPS 
    </ion-toggle> 
    <ion-toggle ng-model="status.wifi" 
                toggle-class="toggle-positive"> 
        WiFi 
    </ion-toggle> 
</ion-content> 
Ohjelma 9. Ionic-testisovelluksen kolmannen näkymän HTML-kuvaus 
Ohjelmassa 10 esitellään React Native -testisovelluksen vastaava JSX-kielinen toteutus. 
Pystysuuntaiseksi listaksi mallinnettavat komponentit on asetettu ScrollView-komponen-
tin sisään, mikä mahdollistaa näkymän vierittämisen, mikäli kaikki mallinnetut kom-
ponentit eivät mahdu ruudulle kerralla. React Native tarjoaa vastaavasti Switch-kom-
ponentin kytkimen mallintamiseen. Kytkimien tilaa hallitaan komponentin state-objektin 
kautta, jonka päivitystä pyydetään aina onValueChange-attribuutin avulla kytkintä liiku-
tettaessa. 
<ScrollView> 
  <View style={styles.row}> 
    <Text style={styles.option}>GPS</Text> 
    <View style={styles.rightContainer}> 
      <Switch 
        onValueChange={(value) => this.setState({gpsSwitchState: value})} 
        style={styles.switch} 
        value={this.state.gpsSwitchState} /> 
    </View> 
  </View> 
  <View style={styles.row}> 
    <Text style={styles.option}>WiFi</Text> 
    <View style={styles.rightContainer}> 
      <Switch 
        onValueChange={(value) => this.setState({wifiSwitchState: value})} 
        value={this.state.wifiSwitchState} /> 
      </View> 
  </View> 
</ScrollView> 
Ohjelma 10. React Native -testisovelluksen kolmannen näkymän käyttöliittymäkompo-
nenttien JSX-kuvaus. 
Testisovellusten toteutuksen kannalta vaikeuttava tekijä oli yhtenäisten komponenttien 
löytäminen, jotta sovellukset olisivat toistensa kanssa vertailukelpoisia. React Native -
ohjelmistokehyksen Android-tuki julkaistiin vasta 14.9.2015, joten osalle yleisesti käy-




Ollakseen varteenotettava vaihtoehto natiivisovellukselle, hybridisovelluksen tulee pys-
tyä mittauksissa saman suuruusluokan tuloksiin natiivisovelluksen kanssa. Riippuen kri-
teeristä suorituskyvyn tulee olla tätäkin parempi, sillä esimerkiksi latausajat 100ms ja 
900ms ovat samaa suuruusluokkaa, mutta jälkimmäinen mittaustulos ilmaisee tässä kon-
tekstissa selkeästi riittämätöntä suorituskykyä. 
Koska tarkasteltavaa sovellusta käytetään mobiililaitteella, on yksi merkittävimmistä so-
vellukselle asetettavista kriteereistä resurssien käyttö. Mobiililaitteiden merkittävä rajoite 
on fyysinen koko ja paino, mikä rajoittaa laitteeseen asennettavien komponenttien, kuten 
akun ja suorittimen valintaa. Suuri resurssien käyttö pienentää akun kestoa ja vaatii esi-
merkiksi suorittimen jäähdytykseltä enemmän. Tämän lisäksi sovelluksen käyttäjät saat-
tavat lopettaa sovelluksen käytön, mikäli tämän huomataan käyttävän virtaa tavanomaista 
enemmän. Akun käytön lisäksi tarkasteltavat resurssit ovat sovelluksen vaatima tallen-
nustila, keskusmuistin määrä sekä suoritinkuorma. 
Toinen testisovellukselle asetettava kriteeri on latausaika, joka kuluu sovelluksen näky-
mää vaihtaessa sekä sovellusta avatessa sekä taustalta, että kokonaan suljetusta tilasta. 
Natiivisovellukset ovat tällä osa-alueella yleisesti tehokkaampia, sillä alustalle käännetyn 
ohjelmakoodin suorittaminen on luonnostaan tehokkaampaa kuin ajonaikaisesti tulkitun 
komentosarjakielellä kirjoitetun ohjelman. Nykypäivänä käyttäjät usein olettavat lataus-
aikojen olevan lähes olemattomia, tai ne koetaan häiritseviksi käyttäjäkokemuksen kan-
nalta. Tutkimusten mukaan 40 % käyttäjistä keskeyttävät näkymän latauksen ja siirtyvät 
taaksepäin, mikäli näkymä ei lataudu kolmen sekunnin aikana [36]. Testisovelluksen pi-
täisi tämän vuoksi kyetä alle kolmen sekunnin avautumisaikoihin. 
Kolmas tarkasteltava kriteeri on käyttäjän subjektiivinen näkemys hybridisovelluksen 
toiminnasta. Koska JavaScript-ohjelmakoodia tulkitaan ajonaikaisesti, saattaa sovelluk-
sen suorituskyky vaihdella tilanteen mukaan. Animaatiot eivät välttämättä ole sulavia ja 
sovellus ei aina reagoi käyttäjän syötteisiin viiveettä.  
Yllä mainittujen kriteerien lisäksi merkittäviä kriteerejä ovat myös alustariippumattoman 
ohjelmistokehyksen aiheuttamat mahdolliset rajoitteet käyttöliittymäsuunnittelussa, to-
teutusvaiheen haastavuus sekä toteutuksen hinta [16]. Kyseiset kriteerit on jätetty tämän 
työn ulkopuolelle, mutta ne tulisi huomioida valittaessa sovelluksen toteutukseen käytet-
täviä tekniikoita. 
4.3 Mittaustavat 
Testisovellusten suorituskykyä mitattiin sekä kvantitatiivisin että kvalitatiivisin mittauk-
sin. Kahta eri mittauslajia yhdistämällä selvitettiin, ovatko suorituskykyerot havaittavissa 
vain tarkoilla mittauksilla, vai ovatko suorituskykyerot havaittavissa myös käytännössä 
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sovellusta käyttäessä. Jokaisessa testissä käytettiin testilaitteena LG D855 -puhelinta 
Android-versiolla 5.0.0. Ionic-testisovelluksen mittauksissa käytetty Android-käyttöjär-
jestelmän WebView:n versio oli 48.0.2564.106. 
Testisovelluksen vaatimaa tallennustilaa mitattiin tarkastelemalla sekä sovelluksen asen-
nuspaketin, että asennetun sovelluksen kokoa puhelimen muistissa. Tulokset kirjattiin 
ylös 0,01 Mt tarkkuudella.  
Testisovelluksen aiheuttamaa suoritinkuormaa mitattiin Android Debug Bridge -työkalun 
[30] avulla käyttämällä vmstat-komentoa. Mittaus suoritettiin kummallekin testisovelluk-
selle kymmenen kertaa, yhden mittauksen kestäessä kolme minuuttia. Mittaus aloitettiin 
käynnistämällä vmstat-työkalun mittaus ja käynnistämällä 10 sekunnin jälkeen testiso-
vellus testilaitteen työpöydällä sijaitsevasta pikakuvakkeesta. Mittauksen aikana testiso-
vellukselle ei annettu muita syötteitä, sovelluksen avaamisen lisäksi. Mittausten aikana 
muita sovelluksia ei ollut avoinna. Testilaitteen mobiilidata-, Bluetooth-, GPS- ja NFC-
yhteydet ja synkronointi-toiminto pidettiin poiskytkettyinä kaikkien mittausten ajan. 
WLAN-yhteys pidettiin käynnissä mittausten ajan, sillä testisovellusten listanäkymän tes-
tidata noudetaan verkon ylitse sovelluksen käynnistyessä. Mittausten on myös tarkoitus 
edustaa mahdollisimman paljon todellista käyttöä, jolloin verkkoyhteys on usein avoinna. 
WLAN-yhteyttä päätettiin käyttää mittauksissa mobiilidatan sijaan, jotta verkkoyhteyden 
laatuvaihteluista aiheutuvat vaikutukset mittaustuloksiin saataisiin minimoitua. 
Sovelluksen aukeamiseen työpöydältä päänäkymään kuluvaa aikaa mitattiin kaappaa-
malla videokuvaa testilaitteen ruudusta Android Debug Bridge -työkalun screenrecord-
komennolla. Testi suoritettiin kummallekin testisovellukselle kymmenen kertaa ja tu-
lokseksi kirjattiin mittausten keskiarvo. Latautumisajaksi merkittiin aika, joka kului so-
velluksen kuvakkeen painamisesta sovelluksen päänäkymän kaikkien elementtien latau-
tumiseen. Sovelluksen kuvakkeen painallushetki taltioitiin hyödyntämällä testilaitteen 
kehitystyökalujen ”näytä painallukset” -toimintoa. 
Sovelluksen vaatimaa keskusmuistin määrää mitattiin System Monitor -nimisellä 
Android sovelluksella [32]. Mittaus aloitettiin testilaitteen työpöydältä ja ennen testiso-
velluksen käynnistämistä kirjattiin ylös käytössä olevan muistin määrä. Testisovellus 
käynnistettiin pikakuvakkeesta ja tätä käytettiin yhdessä mittausjaksossa kolmen minuu-
tin ajan. Mittausjaksolta kirjattiin tulokseksi korkein muistinkäyttöaste. Mittaus suoritet-
tiin kymmenen kertaa kummallekin testisovellukselle ja tuloksista laskettiin keskiarvo. 
Kvantitatiivisista mittauksista saadut tulokset ovat tärkeitä sovelluksen teknisen laadun 
kannalta. Sovelluksen käyttäjän kannalta tärkeä mittari on kuitenkin sovelluksen suori-
tuskyvyn tason tarjoama käyttäjäkokemus. Testisovellusten laatua käyttäjän näkökul-
masta mitattiin käyttäjätesteillä, joissa käyttäjää pyydettiin käyttämään kumpaakin testi-
sovellusta ja vastaamaan asetettuihin kysymyksiin. Käyttäjätestien tarkoituksena on sel-
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vittää ovatko testisovellusten suorituskykyerot havaittavissa myös paljaalla silmällä ta-
vallisen käyttäjän näkökulmasta. Käyttäjätesteissä esitetyt kysymykset on annettu liit-
teessä A. 
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5. TULOKSET JA ARVIOINTI 
Tässä luvussa esitellään ja analysoidaan testisovelluksille suoritettujen testien tulokset 
mittausmenetelmittäin. Luvun lopuksi arvioidaan suoritettujen mittausten luotettavuutta 
ja esitellään tulosten pohjalta saadut johtopäätökset. Luvussa käydään läpi myös työn jäl-
keen heränneet kehitysehdotukset.  
5.1 Suorittimen käyttöaste 
Kuvassa 13 käsitellään kummankin testisovelluksen aiheuttamaa suoritinkuormaa vms-
tat-työkalun mittauksen aikana. Kuvaajat on piirretty kummankin testin mittaustulosten 
(Liite B, Liite D) keskiarvosta kullakin testin sekunnilla. Vmstat-työkalun mittaama käyt-
töaste pyöristyy lähimpään prosenttiyksikköön, joten mittausvirhe on suoritinmittauk-
sissa 0,5 prosenttiyksikköä. Mittausjaksokohtaiset kuvaajat on annettu liitteissä C ja E. 
Kuvaajista nähdään selkeästi sovelluksen käynnistysajankohta kohdassa 10s. Ionic-testi-
sovelluksen tapauksessa suorittimen käyttöaste nousee selkeästi lähes 100 % tasolle, 
React Native -testisovelluksen jäädessä keskimäärin hieman alle 45 % käyttöasteen. Mit-
tausjakson aikavälillä 32-37s nähdään toinen piikki kummankin sovelluksen suoritinkäy-
tössä. Testeissä huomattiin piikin ajoittuvan samaan ajanhetkeen, jolloin testilaitteen näy-
tön taustavalo himmeni pienimmälle teholleen. Taustavalon himmenemistä ei ollut mah-
dollista testilaitteessa estää ja tapahtuma toistui jokaisessa testissä samalla ajanhetkellä, 
joten testituloksia ei tästä johtuen ollut tarvetta hylätä. 
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Ionic-testisovelluksen suoritinkäytön keskiarvo on koko mittausjakson ajalta 22,02 % 
React Nativen jäädessä 10,22 % tasolle. Sovellusten suoritinkäytössä on siis huomatta-
vissa selkeä ero React Nativen eduksi. 
Kuvassa 14 tarkastellaan testisovellusten suoritinkäytön keskihajontaa mittausjaksojen 
välillä. Kuvaajasta nähdään, että Ionic-testisovelluksen suoritinkäyttö vaihtelee selkeästi 
eniten eri mittausjaksoilla. React Native -testisovelluksen suoritinkäyttö on selkeästi ta-
saisempaa, mikä nähdään myös liitteen E kuvaajista. Tarkasteltaessa keskihajonnan kes-
kiarvoa kaikkien mittausjaksojen ajalta, nähdään Ionic-testisovelluksen asettuvan 17,90 
prosenttiyksikön kohdalle, React Nativen keskihajonnan keskiarvon jäädessä 8,96 pro-
senttiyksikön tasolle. 
 
Kuva 14. Testisovellusten suoritinkäyttöasteen keskihajonta sovellus etualalla 
Tarkasteltaessa kuvaajia yhdessä nähdään React Native -testisovelluksen olevan suoritin-
käytön näkökulmasta jonkin verran kevyempi toteutus. Koska kummankin testisovelluk-
sen taustalogiikka on kirjoitettu JavaScript-ohjelmointikielellä, johtuvat erot todennäköi-
sesti valtaosin käyttöliittymäkomponenttien mallinnuksesta. Sovelluksen käynnistyessä 
ilmenevien suoritinkäytön piikkien erot tukevat myös tätä päätelmää, sillä kyseisellä het-
kellä käyttöliittymä mallinnetaan ruudulle kokonaisuudessaan. Testien pohjalta React 
Nativen natiivit käyttöliittymäkomponentit ovat selkeästi kevyempiä mallintaa, verrat-
tuna Ionic-testisovelluksen HTML5-elementteihin. Ionic-testisovelluksen tulokset saatta-
vat kuitenkin vaihdella riippuen käytettävästä testilaitteesta. WebView-näkymä pohjau-
tuu oletuksena laitealustan tarjoamaan natiiviselaimeen, minkä vuoksi tulokset saattavat 
testilaitteesta riippuen huonontua tai parantua selkeästi Ionic-testisovelluksen osalta. 
Kuvassa 15 vertaillaan testisovellusten suoritinkäyttöä sovelluksen ollessa auki taustalla. 
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verrattuna aiempaan testiin sovellus etualalla. Tarkasteltaessa suorittimen käyttöasteen 
keskiarvoa kaikilta mittausjaksoilta nähdään myös, että käyttöasteet ovat lähellä toisiaan. 
Ionic-testisovelluksen keskimääräinen suorittimen käyttöaste oli 7,72 % ja React Native 
-testisovelluksen 7,29 %. 
 
Kuva 15. Testisovellusten suoritinkäyttö sovelluksen ollessa auki taustalla 
Tarkasteltaessa testisovellusten suoritinkäytön keskihajontaa (Kuva 16) nähdään, että ha-
jonnan keskiarvo on lähes samalla tasolla kummallakin testisovelluksella. Ionic-testiso-
velluksen keskihajonnan keskiarvo kymmenellä mittausjaksolla oli 5,08 prosenttiyksik-
köä ja React Native -testisovelluksen 4,85 prosenttiyksikköä.  
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Sovelluksen tausta-ajotestien perusteella voidaan todeta, että suoritettaessa sovellusta 
taustalla toteutustekniikan valinnalla ei ole merkittävää vaikutusta. Tuloksissa nähdään 
pieni ero React Native -testisovelluksen eduksi, mutta tämä jää vielä mittausvirheen sal-
limiin rajoihin. Mikäli testattavissa sovelluksissa olisi erillistä sovelluksen taustalla ol-
lessa suoritettavaa toiminnallisuutta, olisi teknologioiden välillä mahdollisesti ollut suu-
rempia eroja. Myös testilaitteen käyttöjärjestelmän virransäästöominaisuudet vaikuttavat 
kyseisen testin tulokseen. Testisovellusten välillä saattaa olla eroja käytettäessä vanhem-
paa Android-käyttöjärjestelmäversiota, jossa virransäästöominaisuudet eivät ole yhtä ke-
hittyneet huomioimaan taustalla avoinna olevia sovelluksia. 
5.2 Sovelluksen avautumisaika 
Kuvassa 17 tarkastellaan sovellusten avautumisaikaa testilaitteen työpöydältä suljetusta 
tilasta sovelluksen päänäkymään. Mittausten pohjana käytetyn ruudunkaappausvideon 
ruudunpäivitysnopeus oli 30 ruutua sekunnissa. Tämän pohjalta laskettuna tulosten mit-
tausvirhe on noin 3,3 %. 
 
Kuva 17. Testisovellusten avautumisaika työpöydältä 
Kuvaajista nähdään React Nativen suoriutuvan testistä selkeästi paremmin. Ionic-testiso-
velluksen avautumisajan keskiarvo on kymmenen mittausjakson pohjalta 3,285 s, React 
Nativen ollessa keskimäärin 2,136 sekuntia nopeampi keskiarvolla 1,149 s. Mittausten 
tulokset ovat tarkasteltavissa liitteessä F. 
Jos sovelluksen avautumisaika on merkittävä kriteeri toteutettavassa sovelluksessa, on 
valinta toteutusteknologioiden välillä mittausten perusteella selkeä. Ionic-testisovelluk-
sen avautumisaika ylittää kriteeriksi asetetun kolmen sekunnin rajan yhtä mittausjaksoa 
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koetaan todennäköisesti häiritseväksi. Avautumisajan koettua pituutta on tilanteesta riip-
puen kuitenkin mahdollista kompensoida, esimerkiksi näyttämällä käyttäjälle latauksen 
aikana esimerkiksi osa latautuvasta käyttöliittymästä. 
5.3 Keskusmuistin käyttö 
Kymmenen mittausjakson aikana Ionic-testisovellus nosti keskusmuistin käyttöastetta 
1,36 prosenttiyksikköä verrattuna keskusmuistin käyttöasteeseen testilaitteen työpöy-
dällä. React Native -testisovellus puolestaan nosti käyttöastetta 2,68 prosenttiyksikköä, 
eli 1,32 prosenttiyksikköä enemmän kuin Ionic-testisovellus. Mittausjaksojen tulokset on 
annettu liitteessä G. Mittaustulokset kirjattiin 1 Mt tarkkuudella, joten mittausvirhe oli 
±0,5 Mt eli ±0,02 prosenttiyksikköä. 
Mittausten aikana huomattiin, että React Nativen muistinkäyttö nousi selkeästi vierittä-
essä listanäkymää. Listanäkymää vierittäessä ensimmäistä kertaa listan loppuun muistin-
käyttö nousi noin 60 Mt eli 2,10 prosenttiyksikköä. Valtaosa React Native -testisovelluk-
sen muistinkäytöstä siis muodostui vasta listaa vierittäessä. Mittausten aikana huomattiin 
myös, että listan päivittäminen nosti muistinkäyttöä hetkellisesti. Ionic-testisovelluksella 
listan vierittäminen tai päivittäminen ei vaikuttanut huomattavasti muistinkäytön tasoon. 
Kummankaan testisovelluksen muistinkäyttö ei suoritettujen mittausten perusteella riitä 
tärkeäksi valintakriteeriksi toteutusteknologiaa valitessa. Sovelluksen vaatiman keskus-
muistin määrä nousee tärkeäksi kriteeriksi vasta, kun keskusmuistin on mahdollista lop-
pua sovellusta käyttäessä. Muistin loppuessa joudutaan keskusmuistin lisäksi osa sovel-
lusten vaatimasta muistista kirjoittamaan laitteen massamuistiin. Massamuistin luku- ja 
kirjoitusoperaatiot ovat keskusmuistia hitaampia, mikä useimmiten aiheuttaa hitautta 
myös sovelluksen tai koko laitteen käyttöjärjestelmän toimintaan. 
5.4 Tallennustila 
Toteutetun Ionic-testisovelluksen asennuspaketin koko oli 2,83 Mt. React Native -testi-
sovelluksen asennuspaketti oli selkeästi suurempi ja vaati 7,37 Mt tallennustilaa. Testi-
laitteeseen asennettuna Ionic-testisovellus vaati 3,15 Mt tallennustilaa ja React Native -
testisovellus 20,54 Mt. Kumpikaan testisovellus ei sisältänyt käyttöliittymässä esitettäviä 
kuvatiedostoja, vaan nämä ladattiin verkkoyhteyden yli sovelluksen käynnistyessä. So-
velluksen koko koostui siis ainoastaan ohjelmistokehysten omista tiedostoista, sekä to-
teutuksen aikana luoduista ohjelmakooditiedostoista. 
Tulosten pohjalta nähdään React Native -ohjelmistokehyksen vaativan selkeästi enem-
män tallennustilaa jo yksinkertaisen sovelluksen toteutuksella, mikä johtuu todennäköi-
sesti itse ohjelmistokehyksen suuremmasta koosta. Ionic-testisovellus puolestaan vaati 
vain n. 15 % React Native -testisovelluksen tarvitsemasta tallennustilasta, minkä vuoksi 
Ionic-ohjelmistokehyksen valinta kannattaa, mikäli tallennustila on merkittävä kriteeri 
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toteutettavalla sovellukselle. Huomioitavaa kuitenkin on, että erot toteutusten välillä to-
dennäköisesti kapenevat sovelluksen ohjelmakoodin määrän kasvaessa, jolloin ohjelmis-
tokehyksen vaatiman tallennustilan osuus pienenee suhteessa muuhun sovellukseen. 
5.5 Subjektiiviset tulokset 
Suurin osa käyttäjätesteihin osallistuneista henkilöistä koki Ionic-testisovelluksen ani-
maatioiden kankeuden häiritsevän jonkin verran sovelluksen käyttöä. Yksikään testihen-
kilöistä ei kuitenkaan nähnyt tämän estävän sovelluksen normaalia käyttöä, vaan ilmoit-
tivat kykenevänsä käyttämään sovellusta lähes ongelmitta. React Native -testisovelluksen 
animaatiot koettiin sulaviksi ja sovelluksen vastaavan hyvin käyttäjän syötteisiin. Suurin 
osa testihenkilöistä mainitsi Ionic-testisovelluksen animaatioiden heikomman suoritus-
kyvyn vasta saatuaan vertailtavaksi React Native -testisovelluksen. Tämän pohjalta voi-
daan todeta, että Ionic-testisovelluksen käyttäjäkokemus on kontekstista riippuvaa. Mi-
käli tarjolla on ominaisuuksiltaan vastaava sovellus, johon Ionic-sovellusta on mahdol-
lista verrata, ei Ionic-ohjelmistokehyksellä toteutetun sovelluksen käyttöliittymän suori-
tuskyky välttämättä ole käyttäjän näkökulmasta riittävä.  
Kysyttäessä mitä käyttäjät parantaisivat testisovelluksen toiminnassa, esille nousi jonkin 
verran suorituskykyyn liittymättömiä asioita. Näkymien välillä pyyhkäisemällä liikkumi-
nen ei ollut intuitiivista ja osa testikäyttäjistä ehdotti, että pyyhkäisyn mahdollisuutta ku-
vaamaan lisättäisiin nuolet. Yksi käyttäjistä oli sitä mieltä, että sivuttaissuuntainen pyyh-
käisy näkymien välillä ei tunnu luonnolliselta, vaan navigointi tulisi olla mahdollista va-
likon tai välilehtien kautta. Osa käyttäjistä mainitsi, että Ionic-testisovelluksen animaati-
oiden sulavuutta voisi parantaa. React Native -testisovelluksella vastaavaa kehitysehdo-
tusta ei maininnut kukaan testikäyttäjistä. 
5.6 Testien ulkopuolisia huomioita 
Ionic-testisovellusta testattiin kehitysvaiheessa myös Crosswalk-WebView-näkymää 
hyödyntäen. Käytössä olleella testilaitteella sovelluksen suorituskyvyn havaittiin heiken-
tyvän verrattuna laitteessa oletuksena toimivan WebView-näkymän suorituskykyyn. Tä-
män vuoksi Ionic-testisovelluksen varsinaisessa testiversiossa käytettiin alustan oletusse-
laimeen pohjautuvaa WebView-näkymää. Useimmissa tapauksissa Crosswalkin on kui-
tenkin todettu parantavan sovelluksen suorituskykyä huomattavasti, varsinkin vanhem-
paa kuin Android versiota 4.0.3 käyttävillä laitteilla [35]. Crosswalkin ja muiden kolman-
nen osapuolen WebView-näkymien suorituskyky ei ollut tämän tutkimuksen keskipis-
teenä, joten asiaa ei tässä työssä käsitellä tämän syvällisemmin. Toteuttaessa Ionic-sovel-
lusta, on kuitenkin aiheellista tutkia muiden WebView-näkymien suorituskykyä verrat-
tuna laitteessa oletuksena toimivaan WebView-näkymään erityisesti, jos sovellusten po-
tentiaalisten käyttäjien laitteiden käyttöjärjestelmäversioita ei tiedetä. 
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Testeissä ei varsinaisesti mitattu alustojen välillä uudelleenkäytettävän ohjelmakoodin 
määrää, sillä kaikki testit suoritettiin ainoastaan Android-alustalla. Alustariippumattoman 
teknologian kannattavuutta tarkastellessa on aina aiheellista arvioida, kuinka alustariip-
pumaton toteutus todellisuudessa on kyseessä. Testisovelluksista React Native -sovellus 
vaatii pääohjelmansa osalta oman toteutuksen iOS-alustalle. Ionic-testisovelluksen osalta 
toteutus on teoriassa täysin alustariippumaton, mutta tämän työn puitteissa todellista yh-
teensopivuutta muilla alustoilla ei testattu. 
Ionic-ohjelmistokehyksen iOS-yhteensopivuuden kanssa havaittiin puutteita tämän tutki-
muksen ulkopuolisissa projekteissa. Joissain tilanteissa toteutetun sovelluksen Android-
käännös on toiminut ongelmitta, mutta käännettäessä sama sovellus iOS-alustalle on suo-
rittimen käyttöaste keskeytyksettä 100 % tasolla ja sovellus vuotaa muistia. Osan Ionic-
ohjelmistokehykselle tai tämän lisäosille annettavista konfiguraatioista on myös havaittu 
olevan keskeneräisiä. Esimerkiksi sovelluksen latautuessa esitettävän käynnistysikkunan 
kuvan esitys- ja häivytysaikoihin vaikuttavat attribuutit eivät sovelluksen käännöksen jäl-
keen toimi, tai toimivat tavallisesta poikkeavasti. Joissain tapauksissa sovellus jättää 
käynnistysikkunan kuvan lataamatta, mikäli tälle asetettu esitysaika on liian pieni tai suuri 
riippumatta siitä, onko kuva asetettu näytettäväksi vai piilotetuksi. Edellä kuvatun tapai-
sia ongelmia on mahdollista esiintyä valitusta ohjelmistokehyksestä riippumatta, mutta 
ongelmien olemassaolo on syytä huomioida toteutusteknologiaa valittaessa. Ionic-ohjel-
mistokehyksen tapauksessa mainitut ongelmat johtivat sovelluksen kehityksen loppuvai-
heessa käytetyn ohjelmistokehyksen vaihtoon, sillä ongelmat estivät sovelluksen toimin-
nan iOS-alustalla kokonaisuudessaan. React Native -ohjelmistokehyksen osalta vastaavia 
ongelmia ei toistaiseksi ole havaittu. 
5.7 Tulosten luotettavuus 
Määrällisten testien osalta saatuja tuloksia saattavat pääasiassa vääristää testilaitteen taus-
taprosessit mittausten aikana. Taustaprosessien vaikutusta pyrittiin minimoimaan suorit-
tamalla mittaukset vuorotellen ja useampia kertoja. Mittaustulokset saattavat muuttua, 
mikäli mittaukset suoritetaan eri laitteella, jonka laitteisto, käyttöjärjestelmäversio tai 
asennetut sovellukset poikkeavat tässä työssä käytetystä testilaitteesta. Valtaosassa testejä 
saadut mittaustulokset testisovellusten välillä poikkesivat toisistaan kuitenkin niin mer-
kittävästi, että näiden perusteella on mahdollista tehdä vertailua testattujen ohjelmistoke-
hysten välillä. 
Sovelluksen suorituskykyyn vaikuttaa luonnollisesti sovelluksen toteutuksen optimoin-
nin taso. Kummankin testisovelluksen toteutus pyrittiin toteuttamaan mahdollisimman 
tehokkaasti huomioiden luvussa 3 käsitellyt käytännöt. Testien mittaustulokset saattavat 
muuttua, mikäli vastaavanlaiset testisovellukset toteutetaan uudelleen eri henkilön tai 
henkilöiden toimesta. 
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Käyttäjätestien tulosten luotettavuuteen vaikuttaa ensisijaisesti testeihin osallistuneiden 
henkilöiden määrä sekä henkilökohtaiset ominaisuudet, kuten ikä, sukupuoli, kokemus 
mobiilisovellusten käytöstä tai kehityksestä sekä muut henkilökohtaiset mieltymykset 
koskien mobiilisovellusten käyttöä. Tässä työssä käyttäjätesteihin osallistuneiden henki-
löiden pieni määrä saattaa vääristää saatuja tuloksia, mutta koska jokaisesta käyttäjätes-
tistä saadut tulokset ovat hyvin yhteneviä, on näiden perusteella mahdollista tehdä suun-
taa-antavia johtopäätöksiä. Käyttäjätestien tulokset tukevat myös määrällisistä mittauk-
sista saatuja tuloksia, joten myös tämän perusteella voidaan käyttäjätestien tulosten pää-
tellä olevan luotettavia. 
5.8 Johtopäätökset 
Tarkasteltaessa kvantitatiivisten testien tuloksia yhdessä nähdään, että React Native -tes-
tisovellus suoriutuu selkeästi paremmin ja saatavilla olevien resurssien käyttö on selkeästi 
tasaisempaa verrattuna Ionic-toteutukseen. React Native on myös käyttäjätestien voittaja, 
mutta ero tuloksissa ei ole yhtä helposti tulkittava, sillä Ionic-testisovelluksen puutteet 
ilmenivät lähes kaikissa testeissä vasta, kun sovellusta verrattiin suoraan vastaavaan 
React Native -toteutukseen. 
Testien perusteella alustariippumattomat ohjelmistokehykset ovat useimmiten varteen-
otettava vaihtoehto natiiville toteutustavalle. Kumpikin testatuista ohjelmistokehyksistä 
on kykenevä riittävään suorituskykyyn kummallekin toteutustavalle ominaisten rajoittei-
den puitteissa. Suurimmat rajoitteet hybriditoteutustavalle ovat käyttöliittymän edusta-
vuus ja resurssien käyttö. Toteutustavan etuna ovat kuitenkin useimmiten nopea ja edul-
linen kehitys ja saatavilla olevien kehittäjien määrä, sillä useimmiten JavaScript-ohjel-
mointikieltä käyttäneet web-kehittäjät kykenevät kehittämään hybridisovelluksen ilman 
pitkäkestoista opiskelua. Hybridinatiivin toteutustavan suurimpana rajoitteena on yhteen-
sopivien alustojen vähäinen määrä. Toteutustavan etuina ovat kuitenkin edulliset kehitys-
kustannukset verrattuna natiiviin ja käyttöliittymän edustavuus verrattuna hybridiin to-
teutustapaan. 
Taulukossa 4 käsitellään eri toteutustapojen soveltuvuutta suhteessa sovellukselle asetet-
tuihin vaatimuksiin ja saatavilla oleviin resursseihin, kun sovellus on tarkoitus kehittää 
useammalle alustalle. Soveltuvuutta arvioidaan asteikolla 1-5, jossa numero 1 on huonoi-
ten soveltuva ja 5 on parhaiten soveltuva toteutustapa asetetulla kriteerillä. Soveltuvuu-
den arvo esitetään taulukossa tähtinä. Tilanteessa, jossa toteutustavan käyttö ei ole lain-
kaan mahdollinen esitetään solussa viiva.  
Kyseinen taulukko edustaa vain yhtä näkökulmaa kyseisten toteutustapojen soveltuvuu-
desta kuvailtuihin tilanteisiin. Tämän vuoksi taulukkoa tulee käyttää vain suuntaa-anta-
vana ohjeena toteutustapaa valitessa. Arvioitaessa soveltuvinta toteutustapaa on myös yh-
distettävä useampia vaatimuksia keskenään ja arvioitava toteutustavan soveltuvuutta uu-
delleen näiden yhdistelmänä.  
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Taulukko 4. Toteutusteknologioiden soveltuvuus tilanteisiin, joissa sovellus toteutetaan 
useammalle alustalle 
Mikäli toteutettava sovelluksen on tarkoitus tukea harvinaisempia alustoja, eli muita kuin 
Googlen Android- ja Apple iOS -käyttöjärjestelmiä, on usein kustannustehokkainta to-
teuttaa web-sovellus. Mikäli vaatimuksena on saada laitteeseen asennettava sovellus, on 
suositeltavaa toteuttaa lisäksi natiivi- tai hybridisovellus, jonka WebView-näkymässä 
suoritetaan ensin toteutettua web-sovellusta. Kyseisen toteutustavan etuna on, kustannus-
tehokkuuden lisäksi, että web-sovellusta on samalla mahdollista käyttää myös työpöytä-
käytössä tietokoneen selaimella. Vaihtoehtona on toteuttaa erillinen natiivisovellus jokai-
selle vaaditulle alustalle. Kyseinen vaihtoehto sopii tilanteeseen, jossa sovelluksen ulko-
asulta ja toiminnalta vaaditaan edustavuutta, mutta aika ja toteutuksen hinta eivät ole ra-
joittavia tekijöitä. 
Jos toteutettava sovellus tarvitsee toiminnassaan runsaasti laitteiston tarjoamia ominai-
suuksia, turvallisin toteutustapa on useimmiten natiivisovellus. Toteutukseltaan hybridit 
ja hybridinatiivit ohjelmistokehykset tukevat useimmiten valtaosaa laitteiston tarjoamista 
rajapinnoista, mutta joissain tapauksissa yhteensopivuusongelmia saattaa esiintyä toden-
näköisemmin verrattuna puhtaasti natiiviin toteutukseen. Osa alustariippumattomista oh-
jelmistokehyksistä tukee myös natiivisti toteutettuja ominaisuuksia alustariippumattoman 
osuuden rinnalla. Tämän vuoksi esimerkiksi React Nativen tapauksessa on mahdollista 
Vaatimus Natiivi Hybridinatiivi Hybridi Web-sovellus 
Tuki harvinaisille alustoille *** - ** ***** 
Graafisesti vaativa käyttöliit-
tymä 
***** **** * * 
Käyttöliittymän edustavuus tär-
keää 
***** ***** ** * 
Työpöytätuki mobiilin lisäksi * ** *** ***** 
Laitteistotukea vaativia ominai-
suuksia 
***** **** **** ** 
Kehitysaika * **** ***** ***** 
Kustannustehokkuus * **** **** ***** 
Laitteistoresurssit Natiivi Hybridinatiivi Hybridi Web-sovellus 
Prosessori ***** ***** ** ** 
Akku ***** ***** ** * 
Keskusmuisti ***** ***** ** ** 
Tallennustila ** ** **** ***** 
Henkilöstö Natiivi Hybridinatiivi Hybridi Web-sovellus 
Olemassa olevia web-osaajia * **** ***** ***** 
Olemassa olevia natiivi-osaajia ***** ** * * 
Vähän toteuttavia henkilöitä * ***** ***** ***** 
Nykyiset sovellukset Natiivi Hybridinatiivi Hybridi Web-sovellus 
Olemassa oleva web-sovellus * *** ****** *** 
Olemassa oleva natiivisovellus ***** **** **** * 
Olemassa oleva hybridinatiivi * ***** *** * 
Olemassa oleva hybridi * *** ***** *** 
41 
kirjoittaa natiivi toteutus sille sovelluksen osalle, joka vaatii laitteistolta tukea ominaisuu-
teen, jota React Native ei suoraan tue. 
Arvioitaessa toteutustapojen soveltuvuutta laitteistoresurssien perusteella natiivi ja hyb-
ridinatiivi vaihtoehto ovat useimmiten keskenään lähes tasaväkisiä ja parempia vaihtoeh-
toja verrattuna hybridi- tai web-sovellukseen. Tasaväkisyys johtuu siitä, että natiivin ja 
hybridinatiivin toteutukset ovat teknisesti hyvin lähellä toisiaan ja ero syntyy pääasiassa 
sovelluksen logiikan toteutuskielestä. Useimmiten hybridinatiivit ohjelmistokehykset 
vaativat myös jonkin verran natiivin ohjelmakoodin kirjoittamista, mikä kaventaa toteu-
tustapojen eroja entisestään. Ainoa hybridi- ja web-sovelluksen eduksi katsottava resurssi 
on tallennustila, mutta tämän tarve on toteutettavan sovelluksen rakenteesta riippuvaa. 
Web-sovellus ei selaimen välimuistiin tallennettavia tilapäisiä tiedostoja lukuun otta-
matta vaadi tallennustilaa lainkaan, mutta sovellus joudutaan lataamaan verkosta käytän-
nössä jokaisella käyttökerralla uudelleen. 
Saatavilla olevien toteuttavien henkilöiden kokemus kustakin teknologiasta vaikuttaa 
merkittävästi toteutustavan valintaan. Mikäli saatavuus web-teknologioiden osaajista on 
hyvä, suositeltavaa on usein toteuttaa ensisijaisesti hybridi- tai web-sovellus, sillä niiden 
osalta jo olemassa olevan JavaScript-, HTML- ja CSS-osaamisen hyödyntäminen on hel-
pointa. Myös hybridinatiivia sovellusta toteutettaessa pystytään hyödyntämään Ja-
vaScript-osaamista vahvasti, mutta koska käyttöliittymäelementit ovat toteutukseltaan 
natiiveja jää HTML- ja CSS-osaaminen pääosin hyödyntämättä. Hybridinatiivin sovel-
luksen toteutuksessa joudutaan toisinaan myös kirjoittamaan osa sovelluksesta alustakoh-
taisesti natiivilla ohjelmointikielellä, mikä saattaa aiheuttaa jonkin verran lisäkustannuk-
sia opiskeluna. Mikäli projektiin saatavilla olevaa henkilöstöä on vähän, on useimmiten 
kannattavaa toteuttaa sovellus mitä tahansa alustariippumatonta tekniikkaa käyttäen na-
tiivin toteutuksen sijasta. Kannattavuus voidaan perustella sekä toteutukseen kuluvan 
ajan, että opiskelukustannusten perusteella. Mikäli toteuttavia henkilöitä on vähemmän, 
kuin alustoja, joille sovellus toteutetaan, ei sovelluksia ole käytännössä mahdollista to-
teuttaa natiivisti täysin rinnakkain. Alustariippumatonta toteutusta tehdessä voidaan 
useimmiten keskittyä rakentamaan sovellus ensin yhdelle alustalle ja tämän valmistuttua 
pienellä työllä varmistaa sovelluksen toimivuus myös muilla halutuilla alustoilla jo yhden 
henkilön projektina. Useimmiten on kuitenkin kannattavaa testata sovelluksen toimi-
vuutta kaikilla toteutettavilla alustoilla pitkin projektia, sillä käytännössä sovellukset har-
voin ovat täysin alustariippumattomia. Esimerkiksi React Native -ohjelmistokehys ei lu-
paa kirjoitushetkellä olevansa vielä täysin alustariippumaton, vaan vaatii myös jonkin 
verran alustakohtaista toteutusta. 
Yksittäisen ohjelmistokehittäjän näkökulmasta alustariippumattomat ohjelmistokehykset 
ovat hyödyllisiä, sillä ne useimmiten poistavat tarpeen opiskella useampaa toteutuskieltä. 
Suosituimmat alustariippumattomat ohjelmistokehykset tukevat sovelluslogiikkansa 
osalta JavaScript-ohjelmointikieltä. Hybridisovellusten tapauksessa käyttöliittymän to-
teutukseen vaaditaan puolestaan HTML- ja CSS-osaamista, jotka JavaSciptin ohella ovat 
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useimmiten tuttuja erityisesti web-kehittäjille. Hybridinatiiveja sovelluksia kehittäessä 
JavaScript-kielen tai tämän syntaksilaajennuksen opettelu useimmiten riittää, sillä käyt-
töliittymä mallinnetaan kutsumalla alustan tarjoamien käyttöliittymäkomponenttien raja-
pintoja käytetyn ohjelmistokehyksen tarjoaman abstraktiokerroksen läpi. 
Kehitysprojektin resursoinnin kannalta alustariippumattomat ohjelmistokehykset tarjoa-
vat joustovaraa erityisesti, jos sovellusta kehittävä yritys on pieni tai tarjolla olevia kehit-
täjiä on muusta syystä vähän. Yhteen ohjelmakoodikantaan perustuva sovellus takaa sen, 
että projektissa työskentelevät kehittäjät voivat kehittää suoraan myös toistensa tekemiä 
ominaisuuksia, mikä ei ole mahdollista esimerkiksi kahteen eri ohjelmointikieleen perus-
tuvien natiivisovellusten tapauksessa. Poikkeuksena tähän on tilanne, jossa projektissa 
useampi kehittäjä on useamman natiiviohjelmointikielen ja -työkalun asiantuntija. Tässä-
kin tapauksessa ohjelmakoodin parempi laatu on kuitenkin helpompi saavuttaa, mikäli 
käytettävissä olevat resurssit voidaan kohdistaa yhden ohjelmakoodikannan kehitykseen 
ja ylläpitoon. 
Tämän työn tulosten perusteella ei ole enää kyse siitä soveltuvatko alustariippumattomat 
teknologiat mobiilikehitykseen natiivin ratkaisun sijaan. Merkittävämpi kysymys on, 
mikä alustariippumaton teknologia soveltuu kehitykseen parhaiten missäkin tilanteessa. 
Natiivisovellus on edelleen ja tulee todennäköisesti pysymään käytännön suorituskyvyssä 
alustariippumattomia ratkaisuja edellä vielä pitkään, mutta alustariippumattomien ohjel-
mistokehysten tarjoamat vaihtoehdot yltävät useimmissa tapauksissa jo nyt suoritusky-
vyltään riittävälle tasolle. Olennaista onkin pohtia mitä lisäarvoa natiivisti toteutettu so-
vellus kykenee tarjoamaan ollakseen perusteltu vaihtoehto alustariippumattomien ratkai-
sujen kustannustehokkuutta vastaan. Useimmiten alustariippumattomat teknologiat kyke-
nevät täyttämään merkittävimmät sovellukselle asetetut vaatimukset, jolloin valinta teh-
dään natiivin ja alustariippumattoman sijaan hybridin ja hybridinatiivin välillä. 
Käytännössä tehtäessä lopullista valintaa hybridin ja hybridinatiivin toteutustavan välillä 
merkittävä tekijä on tarjolla olevien kehittäjien kokemus kyseisistä toteutusteknologi-
oista. Ammattitaitoiset kehittäjät kykenevät oppimaan uuden toteutusteknologian kohta-
laisen lyhyessä ajassa, joten kysymykseksi nousee, onko toteutusteknologian opiskeluun 
käytetty aika kannattavaa. Riippuen toteutettavan sovelluksen koosta opiskeluun käytetyt 
resurssit saattavat olla hyvin pieni osa kokonaiskustannuksista, jolloin kyseisen ja tule-
vaisuuden projektien kannalta on uuden teknologian opiskeluun käytetty aika usein kan-
nattava sijoitus. Mikäli toteutettava sovellus on kuitenkin pieni (n. 10 000 – 20 000€) ja 
opiskeltavan toteutusteknologian suosio tulevaisuudessa epävarma, on syytä harkita ke-
hittäjille entuudestaan tuttua toteutusteknologiaa. 
5.9 Kehitysideat 
Alustariippumattomien ohjelmistokehysten toiminnan kannalta oleellista on suoritusky-
vyn yhteneväisyys kaikilla tuetuilla alustoilla. Tässä työssä tutkitut ohjelmistokehykset 
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tukevat Android-käyttöjärjestelmän lisäksi myös Apple iOS -käyttöjärjestelmää, minkä 
vuoksi vastaavat testit olisi hyödyllistä suorittaa myös iOS-alustalla. Alustojen erot vai-
kuttavat todennäköisesti lähinnä Ionic-ohjelmistokehyksen toimintaan, sillä sovellusta 
ajetaan alustan tarjoaman WebView-näkymän sisällä. React Nativen osalta sovelluksen 
käyttöliittymän käytännön suorituskyky tuskin eroaa natiivista vastaavasta, sillä sovel-
luksen komponentit ovat natiiveja. WebView-näkymien suorituskykyä on hankala verrata 
keskenään alustojen välillä, sillä suorituskykyyn vaikuttaa olennaisesti myös testilaitteen 
komponenttien suorituskyky. Koska sekä Android- että iOS-alustojen WebView-näky-
mät pohjautuvat samoihin teknologioihin, kuin työpöytäkäytössä olevat Chrome- ja Sa-
fari-selaimet, on suorituskykyä mahdollista arvioida suuntaa-antavasti näiden välillä. Ap-
ple iOS-alustan ja Safari-selaimen käyttämä Nitro-JavaScript-virtuaalikone on viime ai-
koina ollut Android-alustan käyttämää Cromium V8 -JavaScript-virtuaalikonetta tehok-
kaampi, joten tämän perusteella WebView-näkymä tarjoaa todennäköisesti parempaa 
suorituskykyä iOS-alustalla verrattuna tässä työssä tutkittuun Android-alustaan. [50] 
Tässä työssä saadut tulokset kuvaavat tilannetta ainoastaan Android versiota 4.4 käyttä-
vien tai tätä uudempien laitteiden tapauksessa. Mikäli toteutettavan sovelluksen pääasial-
linen tai merkittävä kohdealusta on tätä vanhempi, eivät tulokset ole vertailukelpoisia. 
Vanhempi kohdealusta vaikuttaa erityisesti Ionic-testisovelluksen suorituskykyyn, sillä 
vanhemmat WebView-näkymät ovat suorituskyvyltään tässä työssä käytetyn testilaitteen 
WebView-näkymää huonommat. Testit on mahdollista suorittaa Ionic-testisovellukselle 
Android versiosta 4.0 ja iOS versiosta 6.0 alkaen. React Native -testisovellus puolestaan 
tukee Android versiota 4.1 ja iOS versiota 7.0 uudempia käyttöjärjestelmiä. Vastaavasti 
testit olisi aiheellista suorittaa uudemmilla laitteilla, kun Android-alustan Chromium-se-
laimeen pohjautuva WebView päivittyy testeissä käytettyä versiota 48.0.25641.106 uu-
demmaksi. WebView:n päivittyessä testisovellusten erot testisovellusten välillä todennä-
köisesti kapenevat Ionic-sovelluksen suorituskyvyn parantuessa. 
Käytetty testilaite edusti kirjoitushetkellä tehoiltaan keskimääräistä parempitasoista lai-
tetta. Keskeistä olisi myös testata testisovellusten toimivuutta pienitehoisemmilla lait-
teilla. Erityisesti Ionic-testisovelluksen osalta suoritinkäyttö oli odottamattoman korkea. 
Jotta sovelluskehysten toiminnasta olisi mahdollista saada laaja-alaisempi kuva, pitäisi 
testit suorittaa vielä matalan hintaluokan laitteilla, jolloin esimerkiksi suorittimen tar-




Mobiililaitteilla toimivien palveluiden toteutukseen on yleisesti käytössä kolme mahdol-
lista toteutustapaa: web-sovellus, natiivisovellus sekä hybridisovellus. Web-sovellus on 
käytännössä responsiivisesti toteutettu verkkosivusto, joka hyödyntää useimmiten SPA-
arkkitehtuuria. Web-sovellus on useimmissa tapauksissa edullinen vaihtoehto, sillä laaja 
alustayhteensopivuus saavutetaan helposti jo yksittäiseen ohjelmakoodikantaan perustu-
valla toteutuksella. Lisäksi responsiivisesti toteutettu web-sovellus mahdollistaa käytön 
myös työpöytälaitteilla ilman erillistä toteutusta. Ongelmana kuitenkin on, että web-so-
vellusta ei ole mahdollista asentaa markkinoiden suosituimpien alustojen laitteisiin ja 
web-sovelluksen käyttäminen vaatii laitteelta käytännössä aina internet-yhteyden. 
Natiivisovellus on perinteisin tapa toteuttaa mobiililaitteisiin asennettavia sovelluksia. 
Natiivisti toteutetut sovellukset ovat edelleen vahva vaihtoehto, mikäli sovelluksen taus-
talogiikalta tai käyttöliittymältä vaaditaan ehdotonta suorituskykyä. Toteutustavan heik-
kous on sen hinta, mikäli sovellus on tarkoitus toteuttaa useammalle laitealustalle, sillä 
kutakin alustaa varten on kehitettävä oma toteutuksensa. Poikkeuksena kuitenkin on esi-
merkiksi React Native -ohjelmistokehyksen tarjoama vaihtoehto, jossa sovelluksen lo-
giikka toteutetaan JavaScript-ohjelmointikielellä, ja ohjelmistokehys huolehtii oikeiden 
käyttöliittymäkomponenttien kutsumisesta, kunhan sovellus käännetään kullekin alus-
talle suoritettavaksi asennuspaketiksi. Kyseistä toteutustapaa kutsutaan yleisesti myös 
hybridinatiiviksi. 
Hybridisovellukset yhdistävät web-sovellusten tarjoaman alustariippumattomuuden ja 
laajasti käytössä olevat web-kehityksessä käytetyt teknologiat ja paketoivat nämä laittee-
seen asennettavaksi sovellukseksi. Hybridisovellus pohjautuu useimmiten HTML-merk-
kauskielellä toteutettuun käyttöliittymään ja JavaScript-ohjelmointikielellä kirjoitettuun 
taustalogiikkaan. Sovellus paketoidaan natiiviin sovellusrunkoon, joka käynnistyessään 
avaa WebView-näkymän, jolloin HTML-käyttöliittymä mallinnetaan internet-selaimen 
tapaan käyttäjälle näkyviksi elementeiksi. HTML-merkkauskieleen pohjautuvan käyttö-
liittymän ongelmana on heikompi suorituskyky, minkä vuoksi esimerkiksi animaatiot 
saattavat vaikuttaa kankeilta ja näkymien latautuminen saattaa kestää kauan verrattuna 
natiiviin tai hybridinatiiviin sovellukseen. 
Perinteisesti alustakohtaisten natiivisovellusten kehittämistä on perusteltu suorituskyvyn 
näkökulmasta, mutta moderneilla alustariippumattomilla ohjelmistokehyksillä kehitetyt 
hybridit tai hybridinatiivit mobiilisovellukset tarjoavat nykypäivänä kilpailukykyisen 
vaihtoehdon useimmissa tilanteissa. Erityisesti hybridinatiivit ohjelmistokehykset, kuten 
React Native, kykenevät käyttöliittymänsä osalta useimmiten täysin natiivia vastaavaan 
suorituskykyyn. HTML-käyttöliittymään pohjautuvat hybridisovelluskehykset, kuten Io-
nic tarjoavat nopean tavan kehittää mobiilisovelluksia myös tilanteessa, jossa sovelluksen 
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kehittäjillä ei ole lainkaan kokemusta mobiilikehityksestä. Hybridisovellusten suoritus-
kyky on riittävä suurimpaan osaan käyttötapauksista, mutta valtaosa käyttäjistä kykenee 
huomaamaan suorituskyvyn heikomman tason verrattuna natiivisovellukseen. Natii-
visovelluksen toteutus saattaa olla edelleen perusteltua, mikäli sovelluksen käyttöliitty-
mään kohdistuu erityisiä vaatimuksia suorituskyvyn ja ulkoasun näyttävyyden suhteen tai 
sovellukselta vaaditaan tukea laitteistolta asioihin, joihin alustariippumattomilta ohjel-
mistokehyksiltä ei löydy tukea. 
Alustariippumattoman toteutustavan etuna on ennen kaikkea kustannustehokkuus kehi-
tettäessä sovellusta useammalle laitealustalle, sillä sovellus tarvitsee optimitilanteessa to-
teuttaa vain kerran, ja ainoastaan kääntää halutuille alustoille yhteensopivaksi asennus-
paketiksi. Joissain tapauksissa alustariippumattomalla ohjelmistokehyksellä toteutettu so-
vellus ei ole täysin alustariippumaton, vaan jonkin verran alustakohtaista toteutusta saa-
tetaan vaatia. Alustariippumattomien ohjelmistokehysten keskeneräisyys asettaa myös 
haasteita sovelluksen kehitykselle, sillä yhdellä alustalla toimivaksi todettu sovellus saat-
taa olla kokonaan käyttökelvoton käännettäessä samaa sovellusta toiselle alustalle. Tä-
män vuoksi alustariippumatonta sovellusta kehitettäessä on tärkeää testata sovelluksen 
toimintaa aktiivisesti jokaisella kehitettävällä alustalla. Myös sovellusta jatkokehitettä-
essä ja otettaessa käyttöön uutta laitealustaa, on huomioitava, että sovellus ei välttämättä 
ole suoraan yhteensopiva uusien tai päivitettyjen alustojen kanssa. 
Oikean toteutustavan valintaan vaikuttavat pääasiassa kehitysprojektiin saatavilla olevat 
resurssit ja sovelluksen kriittisimmät vaatimukset. Natiivisovellus soveltuu useimmiten 
tilanteisiin, joissa sovelluksen kalliimpi hinta muihin toteutustapoihin nähden ei ole este. 
Mikäli sovellukselta vaaditaan myös ehdottoman hyvää suorituskykyä tai laitteistolta 
vaaditaan ominaisuuksia, joita alustariippumattomat ohjelmistokehykset eivät tue, on na-
tiivi myös perusteltu vaihtoehto. Mikäli tarjolla on runsaasti web-kehittäjiä, on hybridin 
tai hybridinatiivin sovelluksen toteuttaminen useimmiten edullista ja nopeaa. Hybri-
disovellusta voidaan myös nopeasta kehitysajastaan johtuen hyödyntää prototypointiin 
projektin alkuvaiheessa, vaikka lopullinen sovellus toteutettaisiin muuta tekniikkaa hyö-
dyntäen. Hybridinatiivin etuna on käyttöliittymän natiivisovelluksen kaltainen suoritus-
kyky, mutta merkittävänä puutteena esimerkiksi React Native -ohjelmistokehyksen ta-
pauksessa ainoastaan kahden suosituimman mobiilikäyttöjärjestelmän tuki. Web-sovel-
luksen toteuttaminen soveltuu tilanteisiin, joissa sovelluksen asentaminen laitteeseen ei 
ole tärkeää ja mobiililaitteiden lisäksi halutaan tarjota sama palvelu myös työpöytäkäyt-
täjille. Web-sovellus tarjoaa useimmiten myös hyvän alustariippumattomuuden, sillä yh-
teensopivuus riippuu pääasiassa käytetystä selaimesta. Tapauksessa, jossa sovelluksesta 
on jo olemassa oleva web-sovellustoteutus, on lisäksi mahdollista toteuttaa laitteeseen 
sovelluskaupan kautta asennettava sovellus, jossa web-sovellusta ajetaan WebView-nä-
kymän sisällä hybridisovelluksen kaltaisesti. Kyseisen toteutustavan avulla on mahdol-
lista tarjota toimiva ratkaisu valtaosaan käyttötilanteista ja samanaikaisesti ratkaisu vaatii 
ainoastaan yksittäisen ohjelmakoodikannan ylläpitämistä. 
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LIITE A: KÄYTTÄJÄTESTIEN KYSYMYKSET 
1. Mitä ajatuksia sovelluksen käytöstä tulee mieleen? 
2. Minkä osa-alueen sovelluksesta koit toimivan erityisen hyvin? 
3. Minkä osa-alueen sovelluksesta koit toimivan erityisen huonosti? 
4. Poikkeaako sovelluksen toiminta jollain tapaa muista käyttämistäsi sovelluksista? 
 Kyllä: Millä tavoin sovelluksen toiminta on poikkeavaa? 
 Ei: Millä tavoin sovelluksen toiminta muistuttaa muita käyttämiäsi so-
velluksia? 
5. Mitä parantaisit sovelluksen toiminnassa? 
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0 8 4 10 17 2 4 3 10 2 1 6,10 5,07 
1 0 1 2 0 1 2 2 1 3 6 1,80 1,75 
2 2 2 9 4 5 5 11 4 0 2 4,40 3,37 
3 4 14 2 2 3 6 7 4 0 1 4,30 4,03 
4 1 4 1 1 12 6 3 1 2 5 3,60 3,47 
5 2 8 11 8 2 10 3 2 8 2 5,60 3,72 
6 1 1 5 7 3 8 5 9 1 1 4,10 3,14 
7 2 1 7 1 6 4 3 5 1 6 3,60 2,32 
8 7 7 3 4 1 6 8 1 7 2 4,60 2,72 
9 51 69 66 78 48 38 9 78 66 99 60,20 25,01 
10 99 99 99 99 99 99 99 99 99 99 99,00 0,00 
11 99 99 99 99 99 99 99 99 97 98 98,70 0,67 
12 72 61 84 99 95 69 64 90 81 39 75,40 18,18 
13 48 18 31 28 12 33 38 30 22 22 28,20 10,36 
14 28 28 31 25 12 30 50 33 32 30 29,90 9,26 
15 41 18 34 51 18 33 46 28 20 4 29,30 14,55 
16 31 4 29 31 0 37 49 28 7 15 23,10 15,88 
17 15 7 22 31 13 28 25 33 17 3 19,40 10,11 
18 8 2 14 23 12 8 59 12 21 3 16,20 16,50 
19 1 2 20 13 4 4 49 2 22 7 12,40 14,93 
20 1 7 32 24 13 2 40 8 21 3 15,10 13,57 
21 6 1 23 19 2 3 45 3 24 6 13,20 14,31 
22 6 1 32 21 7 3 28 3 28 7 13,60 12,19 
23 3 8 40 27 8 16 26 9 21 0 15,80 12,58 
24 6 5 30 24 2 4 25 7 15 4 12,20 10,45 
25 2 91 33 22 8 8 38 4 18 3 22,70 27,13 
26 10 9 29 17 2 8 41 2 22 4 14,40 12,87 
27 4 6 17 2 5 1 18 1 15 2 7,10 6,84 
28 11 1 6 4 14 9 30 14 48 4 14,10 14,45 
29 6 4 4 5 8 13 16 1 13 1 7,10 5,26 
30 19 9 8 8 20 2 19 8 54 6 15,30 14,94 
31 70 72 60 96 45 99 99 82 99 90 81,20 18,91 
32 99 99 99 99 99 99 99 99 99 99 99,00 0,00 
33 99 99 99 99 99 99 99 99 99 99 99,00 0,00 
34 99 99 99 99 99 99 99 99 99 99 99,00 0,00 
35 59 62 64 26 89 10 40 37 38 28 45,30 23,08 
36 7 3 4 7 20 2 52 6 51 2 15,40 19,72 
37 1 2 15 2 20 3 54 6 54 13 17,00 20,52 
38 1 8 9 4 25 1 55 11 52 3 16,90 20,52 
39 3 1 32 1 15 5 42 4 36 5 14,40 16,03 
40 8 19 8 8 9 3 35 2 38 12 14,20 12,66 
41 13 3 6 10 6 7 41 5 47 3 14,10 16,11 
42 2 6 3 3 10 4 38 9 20 7 10,20 11,09 
43 1 4 5 8 17 5 30 4 37 3 11,40 12,54 
44 4 2 6 45 17 8 16 16 32 0 14,60 14,29 
45 0 5 21 64 17 0 38 3 33 7 18,80 20,84 
46 16 1 61 39 24 10 22 12 44 9 23,80 18,72 
47 0 4 2 6 21 2 30 1 41 4 11,10 14,40 
48 11 8 13 8 14 0 21 5 41 2 12,30 11,80 
49 8 0 25 3 22 6 41 1 47 7 16,00 16,99 
50 1 7 15 3 14 1 8 4 45 2 10,00 13,29 
51 7 4 7 5 18 2 24 6 39 1 11,30 12,13 
52 1 2 2 0 32 13 41 0 45 6 14,20 18,04 
53 2 5 5 2 44 5 22 9 41 3 13,80 16,23 
54 6 2 2 1 33 5 40 5 52 2 14,80 19,15 
55 1 5 3 9 46 3 23 2 45 24 16,10 17,58 
56 2 3 10 5 52 4 20 4 56 19 17,50 20,30 
57 5 1 2 5 68 0 27 9 64 0 18,10 26,48 
58 0 7 3 6 54 4 25 8 51 8 16,60 20,07 
59 2 3 5 12 52 6 8 1 46 2 13,70 18,94 
60 8 2 2 6 45 1 7 3 54 5 13,30 19,33 
61 28 6 5 4 47 8 16 2 57 4 17,70 19,79 
62 28 4 1 3 43 12 28 3 56 1 17,90 19,80 
63 29 4 5 3 47 32 10 0 55 4 18,90 20,26 
64 43 3 1 5 45 7 20 0 50 2 17,60 20,45 
65 48 5 8 3 37 12 10 3 50 7 18,30 18,93 
66 39 5 7 4 46 4 10 8 53 15 19,10 19,13 
67 54 2 1 3 50 9 9 1 50 41 22,00 23,41 
68 55 14 7 7 36 2 14 8 54 30 22,70 19,84 
69 41 7 0 4 14 3 5 6 42 33 15,50 16,54 
70 3 2 3 2 29 6 11 8 54 35 15,30 17,91 
71 2 7 9 4 24 1 7 31 55 32 17,20 17,73 
72 5 0 7 0 33 8 14 36 34 33 17,00 15,18 
53 
73 1 2 25 1 39 4 16 25 39 24 17,60 15,09 
74 2 13 11 5 51 4 20 8 29 21 16,40 14,88 
75 8 7 6 0 53 11 20 5 38 35 18,30 17,71 
76 7 15 7 8 55 8 4 4 42 34 18,40 18,39 
77 2 1 2 3 61 2 27 13 19 38 16,80 20,07 
78 1 0 3 1 58 0 25 5 23 34 15,00 19,61 
79 6 8 4 3 62 5 12 7 13 32 15,20 18,47 
80 2 3 3 4 54 1 26 2 14 32 14,10 17,85 
81 5 7 2 2 51 2 0 5 18 24 11,60 15,87 
82 5 6 2 0 54 8 16 0 25 32 14,80 17,51 
83 1 3 14 2 55 13 18 1 19 29 15,50 16,76 
84 4 4 5 10 70 5 26 8 12 33 17,70 20,88 
85 5 1 2 1 74 2 25 1 32 35 17,80 24,08 
86 7 8 7 7 76 1 32 4 18 34 19,40 22,96 
87 16 5 2 6 50 1 29 0 41 33 18,30 18,51 
88 1 5 0 2 42 3 20 2 37 44 15,60 18,49 
89 11 2 5 4 31 1 14 3 39 27 13,70 13,77 
90 35 0 5 17 47 7 5 1 47 29 19,30 18,70 
91 20 4 7 17 52 5 23 2 36 41 20,70 17,35 
92 13 3 1 4 51 26 31 8 45 42 22,40 19,06 
93 47 1 2 2 49 7 1 10 36 39 19,40 20,61 
94 39 8 3 4 50 37 22 16 41 29 24,90 16,80 
95 15 7 2 5 47 40 16 1 28 27 18,80 16,15 
96 6 1 8 6 50 7 4 4 26 40 15,20 17,27 
97 6 6 0 4 45 26 26 10 40 34 19,70 16,47 
98 3 2 0 2 39 50 33 5 42 30 20,60 19,92 
99 3 21 11 8 25 29 43 5 28 48 22,10 15,56 
100 31 10 3 3 42 44 22 3 39 42 23,90 17,78 
101 16 2 9 14 11 42 29 1 43 46 21,30 17,30 
102 28 5 2 6 11 40 22 5 41 53 21,30 18,35 
103 23 1 8 2 4 45 26 0 54 44 20,70 20,77 
104 43 13 1 5 22 2 24 18 56 57 24,10 21,11 
105 20 1 8 5 26 0 23 6 73 35 19,70 22,12 
106 42 0 6 4 35 3 13 14 30 44 19,10 17,01 
107 29 4 10 1 48 6 7 7 31 39 18,20 16,88 
108 7 1 3 2 52 5 13 0 16 53 15,20 20,32 
109 0 15 7 2 54 3 19 6 16 52 17,40 19,81 
110 7 4 9 5 44 6 21 2 19 61 17,80 19,72 
111 13 1 8 3 47 6 15 2 12 67 17,40 21,91 
112 20 7 5 5 44 8 16 8 19 67 19,90 20,30 
113 11 2 1 3 49 11 29 1 18 53 17,80 19,62 
114 17 12 7 5 49 28 46 3 4 40 21,10 18,20 
115 45 1 1 2 55 39 30 8 22 50 25,30 21,41 
116 45 6 2 2 44 49 7 7 37 51 25,00 21,66 
117 92 3 6 7 40 58 2 8 26 35 27,70 29,47 
118 99 0 1 0 50 55 9 4 21 40 27,90 32,80 
119 46 7 5 10 51 43 7 2 25 54 25,00 21,30 
120 36 0 5 9 38 50 4 5 20 48 21,50 19,63 
121 40 2 0 5 44 52 11 4 19 41 21,80 20,26 
122 45 8 8 2 34 46 19 4 16 49 23,10 18,64 
123 42 0 5 14 27 51 10 0 9 48 20,60 19,88 
124 47 3 4 3 27 53 9 9 13 47 21,50 20,27 
125 44 4 6 5 28 66 6 1 19 47 22,60 22,74 
126 43 0 11 5 36 43 4 1 22 54 21,90 20,44 
127 50 9 7 4 44 27 11 10 17 43 22,20 17,45 
128 56 14 1 7 37 53 7 1 13 51 24,00 22,66 
129 44 5 4 8 16 49 3 0 19 47 19,50 19,65 
130 38 4 18 2 33 46 5 4 30 51 23,10 18,85 
131 51 5 3 1 32 23 4 11 28 49 20,70 18,93 
132 43 5 14 6 37 3 0 8 24 42 18,20 16,92 
133 32 3 1 2 32 17 9 3 16 60 17,50 18,96 
134 32 8 1 2 24 7 0 2 14 45 13,50 15,35 
135 48 4 3 9 37 26 2 0 15 39 18,30 17,81 
136 43 3 1 7 34 23 4 2 12 63 19,20 21,19 
137 42 3 8 2 57 10 0 20 19 65 22,60 23,73 
138 47 1 8 7 39 0 13 4 35 50 20,40 19,98 
139 42 4 0 1 37 2 7 2 32 57 18,40 21,33 
140 49 9 4 5 45 4 0 5 32 43 19,60 20,06 
141 54 0 3 4 39 5 2 2 11 57 17,70 22,93 
142 56 1 8 0 37 24 5 9 3 54 19,70 21,85 
143 39 10 3 2 46 53 13 1 26 52 24,50 21,36 
144 30 0 1 2 49 49 3 2 34 43 21,30 21,57 
145 38 3 10 9 51 53 5 6 27 63 26,50 23,05 
146 47 1 5 5 48 47 5 3 40 45 24,60 22,06 
147 65 7 5 3 49 44 4 0 14 53 24,40 25,19 
148 74 0 4 3 51 52 22 5 33 45 28,90 25,98 
149 56 4 0 1 49 33 3 2 20 52 22,00 23,38 
150 68 6 7 27 51 33 0 0 17 69 27,80 26,77 
151 54 1 0 8 49 48 18 3 23 58 26,20 23,68 
152 65 4 0 0 48 44 2 1 9 53 22,60 26,39 
153 65 4 1 10 42 41 4 16 14 61 25,80 24,31 
154 51 2 14 4 45 32 7 13 3 51 22,20 20,45 
54 
155 56 8 9 11 55 54 2 4 10 58 26,70 25,16 
156 50 2 7 13 53 47 2 15 18 65 27,20 23,85 
157 45 6 0 2 50 44 18 7 3 36 21,10 20,35 
158 48 14 4 5 52 81 3 11 7 37 26,20 26,85 
159 51 28 18 3 50 63 3 0 7 58 28,10 25,19 
160 63 8 1 9 55 70 5 5 3 29 24,80 27,47 
161 56 2 2 5 49 65 8 2 34 15 23,80 24,90 
162 56 11 1 5 41 69 15 2 27 15 24,20 23,69 
163 52 2 6 0 55 66 11 16 25 18 25,10 23,92 
164 52 4 2 2 48 56 4 3 11 22 20,40 22,70 
165 51 9 14 5 46 50 6 22 27 43 27,30 18,75 
166 57 0 4 7 44 53 7 96 18 42 32,80 31,01 
167 47 5 1 5 43 49 7 4 1 49 21,10 22,42 
168 45 4 3 6 37 46 4 0 5 37 18,70 19,68 
169 49 12 2 0 65 49 13 9 7 33 23,90 23,22 
170 44 2 50 4 36 55 4 9 4 47 25,50 22,60 
171 44 6 14 6 29 59 6 23 6 23 21,60 18,23 
172 51 8 4 0 44 52 14 20 7 31 23,10 19,97 
173 47 10 4 5 48 57 2 19 7 47 24,60 22,30 
174 49 3 6 2 45 57 4 11 2 26 20,50 21,96 
175 47 6 8 5 33 57 5 15 20 28 22,40 18,52 
176 41 3 5 1 30 58 13 18 14 41 22,40 19,24 
177 43 1 3 1 39 37 17 35 1 44 22,10 19,20 
178 49 4 5 6 28 58 7 47 7 25 23,60 21,05 
179 44 6 0 17 15 61 9 46 42 12 25,20 20,98 
180 45 3 14 5 17 52 19 45 1 17 21,80 18,77 
55 
LIITE C: IONIC-TESTISOVELLUKSEN SUORITTIMEN KÄYTTÖ-
ASTE: KUVAAJAT MITTAUSJAKSOITTAIN 
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0 3 29 8 5 7 7 6 14 5 3 8,70 7,79 
1 6 12 1 1 11 2 0 2 6 6 4,70 4,24 
2 10 17 7 4 2 1 7 5 2 0 5,50 5,10 
3 8 9 2 7 8 5 1 6 5 0 5,10 3,14 
4 5 12 5 6 0 3 3 13 12 5 6,40 4,43 
5 4 9 14 3 6 4 7 0 4 8 5,90 3,87 
6 10 5 4 4 7 5 3 4 8 1 5,10 2,60 
7 10 11 4 13 1 2 0 4 6 4 5,50 4,43 
8 8 5 8 9 2 9 7 7 8 1 6,40 2,84 
9 43 32 65 39 33 47 34 39 62 51 44,50 11,72 
10 15 33 28 30 36 31 15 30 30 32 28,00 7,18 
11 44 49 23 17 41 23 37 17 32 29 31,20 11,32 
12 24 18 25 2 25 8 7 5 13 21 14,80 8,89 
13 9 11 17 7 18 3 10 8 12 13 10,80 4,52 
14 14 4 14 13 13 10 9 15 10 26 12,80 5,67 
15 8 16 6 3 24 4 17 0 5 9 9,20 7,50 
16 6 3 5 3 14 15 2 8 5 21 8,20 6,34 
17 3 8 11 6 18 11 5 7 2 7 7,80 4,64 
18 10 6 8 8 17 8 1 14 22 1 9,50 6,64 
19 5 3 5 19 38 2 0 31 12 13 12,80 12,93 
20 7 8 5 37 42 3 3 5 1 7 11,80 14,80 
21 5 7 8 43 14 9 5 0 5 3 9,90 12,22 
22 7 6 3 39 17 0 1 3 4 5 8,50 11,70 
23 14 5 5 24 27 5 10 4 8 0 10,20 8,92 
24 10 8 5 8 14 3 7 5 5 4 6,90 3,28 
25 5 2 10 7 42 2 1 2 3 9 8,30 12,26 
26 10 2 11 8 41 5 8 1 7 0 9,30 11,76 
27 12 9 9 7 44 4 1 4 4 9 10,30 12,29 
28 7 3 5 16 39 8 6 7 20 5 11,60 11,00 
29 6 8 7 4 42 3 1 4 10 8 9,30 11,80 
30 6 10 11 18 24 5 5 2 4 15 10,00 7,09 
31 87 24 81 99 60 72 57 88 78 79 72,50 21,20 
32 99 99 99 99 99 99 99 99 99 99 99,00 0,00 
33 99 99 99 99 99 99 99 99 99 99 99,00 0,00 
34 99 99 99 99 99 99 99 99 99 99 99,00 0,00 
35 29 99 39 12 95 32 54 27 30 24 44,10 29,87 
36 3 8 1 4 30 8 3 0 7 18 8,20 9,21 
37 5 2 3 2 21 2 3 5 5 7 5,50 5,70 
38 3 19 10 22 34 2 9 3 2 3 10,70 10,91 
39 9 4 2 1 33 9 2 2 4 2 6,80 9,65 
40 4 4 5 5 30 3 5 11 6 2 7,50 8,26 
41 7 2 3 3 32 6 5 19 2 1 8,00 9,90 
42 5 6 9 5 34 7 0 11 0 0 7,70 10,00 
43 9 15 7 3 43 3 0 27 3 5 11,50 13,59 
44 10 8 6 0 12 4 18 41 3 1 10,30 12,08 
45 5 8 7 3 21 2 7 33 2 7 9,50 9,89 
46 9 6 3 4 26 3 9 29 6 2 9,70 9,71 
47 13 23 17 2 18 16 4 61 1 0 15,50 17,97 
48 2 7 7 4 28 19 2 34 2 3 10,80 11,88 
49 6 0 1 1 29 5 4 28 5 7 8,60 10,74 
50 3 3 7 5 22 1 2 50 1 4 9,80 15,41 
51 7 4 7 1 23 7 2 79 9 1 6,78 6,76 
52 6 4 9 1 32 2 1 99 3 5 16,20 30,50 
53 4 6 6 1 21 2 8 99 4 7 15,80 29,75 
54 7 6 3 7 26 6 2 58 5 0 12,00 17,66 
55 4 12 2 2 31 1 17 33 5 2 10,90 12,24 
56 4 7 7 6 32 4 5 26 7 4 10,20 10,09 
57 14 6 12 1 34 2 2 55 3 5 13,40 17,65 
58 4 15 2 2 23 12 0 24 3 4 8,90 9,01 
59 8 6 3 3 27 6 6 39 7 3 10,80 12,16 
60 15 25 2 3 6 5 1 29 7 5 9,80 9,89 
61 11 11 6 4 15 0 3 45 6 8 10,90 12,76 
62 7 7 5 3 2 7 2 41 4 1 7,90 11,85 
63 6 5 10 5 6 2 1 39 2 5 8,10 11,16 
64 5 4 2 5 2 4 10 41 6 5 8,40 11,67 
65 2 4 4 2 6 1 5 55 5 10 9,40 16,22 
66 3 6 5 3 1 2 2 26 4 3 5,50 7,35 
67 11 8 5 12 4 5 1 49 5 6 10,60 13,88 
68 8 2 16 1 1 3 2 33 1 4 7,10 10,22 
69 3 4 7 6 3 8 8 29 6 0 7,40 8,00 
70 2 12 5 3 1 1 0 34 1 4 6,30 10,33 
71 6 7 5 4 3 1 7 32 1 2 6,80 9,14 
72 9 4 11 2 2 9 2 19 5 2 6,50 5,56 
57 
73 9 2 1 2 2 1 10 17 1 4 4,90 5,38 
74 5 10 4 6 4 7 9 1 5 4 5,50 2,64 
75 3 5 4 1 0 4 4 0 3 0 2,40 1,96 
76 6 5 2 10 2 10 0 10 5 15 6,50 4,67 
77 9 3 1 1 14 4 7 18 5 6 6,80 5,53 
78 3 4 4 11 4 6 2 3 15 5 5,70 4,11 
79 5 8 5 19 6 4 5 32 6 14 10,40 8,98 
80 1 5 6 3 4 0 4 48 1 6 7,80 14,28 
81 4 7 8 4 4 5 1 39 1 7 8,00 11,15 
82 15 10 2 4 3 5 6 41 4 3 9,30 11,81 
83 12 6 4 5 16 0 2 46 4 5 10,00 13,49 
84 8 2 6 4 3 3 7 43 0 3 7,90 12,56 
85 4 6 0 4 4 0 4 46 3 2 7,30 13,73 
86 11 6 7 0 1 5 2 46 5 4 8,70 13,48 
87 7 8 6 10 4 6 7 45 1 2 9,60 12,73 
88 7 8 3 5 3 1 3 25 15 8 7,80 7,24 
89 3 7 9 15 8 5 3 16 1 13 8,00 5,25 
90 12 3 1 4 1 7 1 23 4 1 5,70 7,01 
91 10 4 7 0 2 2 3 26 2 3 5,90 7,62 
92 9 6 4 2 3 4 5 17 7 5 6,20 4,29 
93 8 3 1 11 13 1 0 65 1 1 10,40 19,75 
94 5 9 2 6 5 0 1 53 0 1 8,20 16,02 
95 3 5 8 6 1 6 7 39 15 0 9,00 11,33 
96 6 1 2 21 0 3 0 13 5 14 6,50 7,14 
97 9 9 0 6 7 3 3 15 10 6 6,80 4,26 
98 2 1 12 13 4 0 2 40 0 1 7,50 12,37 
99 1 4 1 9 3 3 0 45 1 7 7,40 13,52 
100 4 2 4 2 4 4 6 51 7 3 8,70 14,94 
101 5 4 5 0 3 3 2 49 3 3 7,70 14,58 
102 4 3 4 3 3 3 0 43 2 0 6,50 12,90 
103 8 13 6 2 3 1 1 30 2 1 6,70 9,07 
104 3 7 8 1 2 8 14 44 6 2 9,50 12,74 
105 7 7 3 7 7 4 34 30 2 1 10,20 11,75 
106 7 16 3 0 2 1 48 44 3 5 12,90 18,04 
107 46 5 20 6 5 16 11 42 5 0 15,60 16,11 
108 36 2 14 6 4 12 1 33 6 7 12,10 12,49 
109 82 2 2 0 5 4 3 39 3 4 14,40 26,36 
110 22 6 3 0 3 6 11 42 5 0 9,80 13,01 
111 2 4 0 3 0 1 3 41 2 3 5,90 12,40 
112 7 8 5 5 4 7 6 40 3 11 9,60 10,92 
113 3 5 6 0 6 11 3 49 5 0 8,80 14,48 
114 4 3 1 3 0 1 3 67 0 5 8,70 20,55 
115 13 13 1 5 3 5 9 51 9 4 11,30 14,53 
116 1 5 2 2 14 0 12 34 2 8 8,00 10,32 
117 9 8 13 8 10 1 2 19 3 4 7,70 5,54 
118 13 4 8 6 9 12 4 11 6 3 7,60 3,57 
119 10 0 8 2 4 3 3 12 0 4 4,60 4,09 
120 3 19 3 3 6 2 1 19 3 4 6,30 6,82 
121 2 9 1 0 10 4 0 36 1 1 6,40 11,01 
122 7 9 9 4 2 5 4 22 4 4 7,00 5,75 
123 5 2 1 3 5 4 1 29 1 0 5,10 8,58 
124 2 6 3 0 2 1 6 11 10 11 5,20 4,24 
125 6 10 6 4 4 5 9 12 5 2 6,30 3,09 
126 2 1 1 15 0 1 1 8 3 0 3,20 4,76 
127 4 7 5 8 5 11 0 16 5 7 6,80 4,32 
128 8 2 15 4 4 6 7 21 4 1 7,20 6,23 
129 1 4 6 4 0 3 0 18 2 5 4,30 5,23 
130 3 15 1 7 6 10 6 32 4 5 8,90 9,00 
131 5 7 4 6 2 3 2 23 0 1 5,30 6,60 
132 2 1 5 1 2 2 9 26 3 4 5,50 7,59 
133 7 9 3 6 7 7 6 14 3 7 6,90 3,11 
134 3 8 4 0 2 0 2 18 0 2 3,90 5,51 
135 3 8 6 2 3 1 4 23 9 3 6,20 6,44 
136 3 3 3 0 1 11 2 24 8 8 6,30 7,15 
137 5 6 4 0 10 3 1 22 0 7 5,80 6,53 
138 14 5 5 11 5 6 2 11 12 0 7,10 4,63 
139 3 5 0 12 3 2 0 8 9 17 5,90 5,55 
140 6 6 4 7 6 0 8 14 2 11 6,40 4,06 
141 8 7 3 4 0 7 4 16 2 0 5,10 4,75 
142 4 7 4 3 3 2 1 27 4 6 6,10 7,55 
143 14 9 1 3 12 4 5 29 5 0 8,20 8,60 
144 1 5 5 8 6 1 7 19 3 3 5,80 5,20 
145 4 8 0 5 7 2 2 0 1 7 3,60 3,03 
146 17 1 3 1 0 5 6 1 3 1 3,80 5,03 
147 3 4 6 3 3 15 4 21 0 7 6,60 6,45 
148 11 9 7 3 9 6 5 9 19 2 8,00 4,81 
149 5 2 7 12 1 0 1 5 1 14 4,80 4,89 
150 8 3 3 8 0 1 2 13 4 12 5,40 4,58 
151 8 1 2 3 2 6 10 9 10 3 5,40 3,60 
152 8 2 1 0 1 1 2 11 3 4 3,30 3,53 
153 6 5 3 3 17 2 4 8 1 1 5,00 4,76 
154 6 6 7 1 2 2 1 5 7 1 3,80 2,62 
58 
155 10 0 2 0 3 6 0 9 13 12 5,50 5,17 
156 0 3 5 9 3 1 9 4 4 15 5,30 4,50 
157 3 8 2 20 11 4 1 4 2 8 6,30 5,79 
158 2 2 8 3 3 4 1 4 6 1 3,40 2,22 
159 12 3 3 6 3 2 4 2 2 2 3,90 3,11 
160 5 6 6 6 5 3 1 5 1 4 4,20 1,93 
161 7 9 1 4 4 4 0 4 4 1 3,80 2,74 
162 7 6 2 1 1 3 3 3 3 8 3,70 2,45 
163 2 16 0 2 5 2 11 5 3 4 5,00 4,88 
164 5 3 3 2 4 4 6 3 3 2 3,50 1,27 
165 2 4 5 4 5 1 5 8 0 4 3,80 2,30 
166 16 16 2 11 5 8 25 0 5 4 9,20 7,79 
167 55 3 12 2 4 15 9 23 0 2 12,50 16,58 
168 5 5 14 6 2 15 7 3 1 2 6,00 4,88 
169 4 5 3 2 3 56 0 4 5 3 8,50 16,75 
170 5 1 4 1 1 4 0 8 3 3 3,00 2,40 
171 5 8 3 2 3 2 6 99 2 2 13,20 30,22 
172 6 4 4 1 3 0 1 82 1 5 10,70 25,13 
173 5 2 7 6 4 5 0 10 1 4 4,40 2,95 
174 1 0 6 1 3 2 9 1 7 1 3,10 3,11 
175 1 11 3 4 4 4 1 11 4 6 4,90 3,54 
176 10 1 4 1 10 5 15 12 6 5 6,90 4,68 
177 10 3 11 0 8 2 3 2 1 2 4,20 3,94 
178 0 5 3 11 3 14 6 6 0 2 5,00 4,55 
179 6 1 5 4 6 14 0 2 7 3 4,80 3,97 
180 6 20 10 0 6 4 4 0 2 2 5,40 5,97 
59 
LIITE E: REACT NATIVE -TESTISOVELLUKSEN SUORITTIMEN 































Alku (s) 2,558 8,445 14,791 20,889 27,189 33,585 40,296 46,496 52,81 59,361    
Loppu (s) 5,497 11,695 17,82 24,371 30,271 37,093 43,496 49,706 56,69 62,632    



























Alku (s) 3,675 8,396 12,46 16,36 20,61 24,762 28,728 32,743 36,577 40,359    
Loppu (s) 5,044 9,526 13,507 17,457 21,777 25,876 29,897 33,825 37,69 41,561    
Aika (s) 1,369 1,13 1,047 1,097 1,167 1,114 1,169 1,082 1,113 1,202 1,149 0,090 
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2246 2179 2169 2177 2206 2184 2208 2203 2231 2212 2201,5 77,08 % 
Korkein 
(Mt) 
2258 2208 2230 2220 2258 2224 2245 2248 2267 2244 2240,2 78,44 % 
Nousu 
(Mt) 





























2178 2183 2165 2216 2219 2206 2206 2223 2221 2216 2203,3 77,15 % 
Korkein 
(Mt) 
2280 2228 2234 2279 2292 2325 2293 2314 2277 2275 2279,7 79,82 % 
Nousu 
(Mt) 
102 45 69 63 73 119 87 91 56 59 76,4 2,68 % 
