Abstract-Producing modular products that combine modules with the consideration of product performance, e.g., testability of electronic systems, is frequently stated as a design goal. However, most of mechatronic frameworks (models) discussed in the literature do not consider testability of electronic subsystems of mechatronic products. This paper assumes that the product modules have been established, and aims at the development of modular mechatronic products with the consideration of testability of electronic subsystems as a performance criterion. The generation of modular products and module testability issues are discussed. Testability points, testability values, and access paths for a module/system are crucial to the generation of modular mechatronic products. A generalized label-correcting algorithm is developed to determine the points of focus, testability values, and access paths in modules. This paper contributes to the development of modular mechatronic products with the consideration of testability of electronic subsystems.
However, modularity has not received sufficient attention in the literature [6] , [10] , [11] .
The testability of each product module effects its performance. The insufficient access to individual electronic modules may decrease the testability of the overall system [12] . The design and implementation of a modular system is simplified as the complete system's behavior depends on the combined complexity of its modules. For example, assume that a module is represented as a state machine, thus expressing its behavior in terms of states, transitions, and conditions. In general, if a module has states, there are at least different transitions, each requiring at least one test. For a system with modules, the number of states is Clearly, the testability of modular systems would improve considerably if the electronic modules were tested separately. Hence, modular hardware-software designs should incorporate access paths for testing.
Most frameworks (models) for mechatronics discussed in the literature do not consider the testability of electronic subsystems. However, mechatronic products incorporate electronics [13] . In this paper, it is assumed that the product modules have been defined. The development of modular mechatronic products with the consideration of electronic testability is presented. Section II discusses the issues involved in the testability of electronic modules. A generalized label-correcting (LC) algorithm is developed to determine the testability values, points of focus, and access paths for a module. Section III discusses the generation of modular products. Based on the testability concept of Section II and the design model of Section III, in Section IV a modulebased design approach with the consideration of testability of electronic subsystems is developed and illustrated with an example. Section V concludes the paper.
II. TESTABILITY OF ELECTRONIC MODULES
Designers of complex integrated circuits incorporate testability features into these circuits for ease of testing. In Section II-A, two types of testability measures are discussed. The testability at a system level is discussed in Section II-B. In Section II-C, based on the testability measures at a system level, a generalized LC algorithm is developed to determine the points of focus and access paths in a module.
A. Testability Measures
Testability is quite difficult to define. In technical terms, it incorporates controllability and observability. Controllability is a measure of the ease or difficulty of getting a circuit into a known state. Observability is a measure of the ability to determine the logic values present in a circuit. A generally accepted set of measures for controllability and observability at each node of a circuit consists of six values divided into two classes [14] . The two classes are combinational and sequential values. The combinational values correspond to the outputs that are dependent only upon the current inputs, and the sequential values correspond to the outputs that depend not only upon the current inputs, but also upon the past history of those inputs. Here, the following notation is used:
combinational controllability value, and the node stuck at 0; combinational controllability value, and the node stuck at 1; sequential controllability value, and the node stuck at 0; sequential controllability value, and the node stuck at 1; combinational observability value; sequential observability value. Examples of controllability/observability equations are presented next [14] .
For a three-input AND gate with inputs and and output where refers to the current combinational controllability value of input i.e., the input signal of 0 or 1, and the same as and
In most cases, is greater than but not in the case of and The cost functions, e.g., for and for are used to measure the "difficulty" of setting a line to a value corresponding to the controllability, or of propagating an error from a line to an obserable point to the observability, respectively. The type of circuits impacts the cost function. For example, consider the AND-NOR-invert circuit in Fig. 1 . The combinational observability for input 1 is At time assume the signals of inputs 1, 2, 3, and 4 to be 1, 0, 1, and 0. The output of gate is 1. The observability of input 1 is
The sequential observability for node in Fig. 2 is computed using a similar equation
The values of controllability/observability for the gates are computed in such a way that the higher numbers are assigned to the gates that are more difficult to control/observe. Basic testability equations are available in the literature on testing of electronic circuits, e.g., [14] or [15] . The module testability value, discussed later in this paper, is used to select modules. In general, a module with lower testability value is more desirable for inclusion in a product.
B. System-Level Testability
A mechatronic system integrates mechanics, electronics, and information technology [12] . To reduce the test complexity at the system level, the following two strategies are followed.
1) System Partitioning-Modular design naturally supports this strategy.
2) Adding Test Functionality-This allows controlling
and observing individual modules and the interactions among them for testing purposes. In this paper, test functionality of electronic and information modules of mechatronic systems is discussed. 1) Partitioning: Partitioning implies that a system should be decomposed into independent modules with the minimal interaction and communication between the modules. During testing, modules can be easily isolated from their environment. The number of possible states increases exponentially if the modules include interacting, parallel, and finite-state machines. This dramatically increases the number of test scenarios required.
2) Adding Test Functionality: To test individual modules and their interactions, a test stimulus is provided to the modules and the response at their boundaries is observed. Controlling the module boundaries and observing them directly in the system environment is required. In general, however, this is not possible. Hence, paths are required via other modules to offer test stimuli and observe the responses of a module under testing. The boundary of module in Fig. 3 neither can be controlled, nor can be observed. Thus, testing requires paths through other modules. This limited control and observation capability seriously reduce testability for several reasons. 1) Test paths must be set up and maintained to and from the module. This may be infeasible or at least may require a significant effort.
2) The location of errors occurring in the module under test or in the path is unknown. 3) In real-time systems, the order and timing of events is critical. Thus, during testing, the timing of incoming events may be controlled, and the timing of outgoing events may be observed. This is difficult to achieve without direct access to the module under test.
To improve testability, the test functionality is considered and the system specifications with three types of test functions are used [16] .
a) Transparent test mode (TTM):
The accessibility problem can be eliminated if the modules that constitute a path to the module under test are transparent, i.e., they convey signals without any change. The module's behavior is extended with an additional transparent-test operation mode. Whenever a module becomes a TTM, it passes incoming events directly to the outgoing events in a predefined way, providing a transparent path from the module inputs to its outputs. This approach, however, often applies for testing one module only, which hardly fits with a generic testability approach. Nonetheless, the TTM concept can be useful.
b) Built-in self-test (BIST):
A module can be equipped with a self-test, which reduces the overall cost of testing. The module's BIST functionality offers test stimuli to the module and observes and evaluates the responses. Start and control of the BIST in the module is performed from the system environment. When the test ends, it returns a go/no-go response to the system environment.
c) Point of control and observation (PCO):
Inserting points at the module boundaries allows one to control and observe interconnections between modules. A PCO inserted in an interconnection between two modules has three operation modes: transparent, observation, and test. A complete PCO implementation supports all three modes. However, it is also possible to implement only two of them. In an observation mode, the PCO is used to monitor the content of a data store. In the test mode, the PCO can be used to read and write a data store. A PCO in a system is controlled individually via its input. A common mode can control multiple PCO's.
TTM and PCO functionality offer paths between the system environment and the modules embedded. In addition to the test information, these paths can also transport system management information, such as programming updates and data.
In summary, the following paths are crucial in testing [16] , [17] :
• critical path tracing;
• shortest path to tracing or minimal signal loss path;
• maximum reliability path;
• minimum reliability path;
• least reliable component;
• minimum controllability path;
• minimum observability path;
• transparent path with signal 0;
• transparent path with signal 1;
• access path to the PCO. The computation of these paths and their values involves addition, subtraction, multiplication, and comparative operations. By combining various operators ( , , and ) and comparators ( and ), problems of different types can be formulated and solved. For example, the operator " " is used for problems involving cost or time, and " " for problems involving reliability. The comparator " " is used for the minimization problem and " " for the maximization problem. Next, a generalized LC algorithm is developed to determine points, paths, and testability values.
C. The Generalized LC Algorithm
A network can represent the structure of a circuit, which is useful, as many concepts and algorithms of the graph theory can be applied [17] . In this paper, a network with logic connectors (e.g., AND, XOR, and OR) is used to represent circuits.
The main idea behind the generalized LC algorithm is based on the LC algorithm (also called Dijkstra's algorithm) that determines the shortest flow path [18] , [19] . The distance between any two nodes and in a network satisfies the following optimality condition:
for all set of edges where is the distance between node and the source node, and is the distance between node and the source node, and is the weight on edge At each stage, the algorithm maintains a set of distance labels
The label is either , indicating that a directed path from source to node has not been determined, or it is the length of a directed path from the source to node All nodes in the path are tracked by a predecessor index pred
The types of problems that can be solved with the generalized LC algorithm are listed in Table I . For example, the solution of problems and provides all access paths to the module; problems and -the shortest and critical access path to the module; problems and -the reliability of the underlying paths; problem -the least reliable module; and problems and -the testability of a module. Finding a transparent path aims at the application of the TTM. Hence, the generalized LC algorithm is more useful than the algorithms of Keiner and West [20] , and Goldstein Table I ).
The generalized LC algorithm uses the concept of the optimal condition of the LC algorithm applicable to traditional networks. One of the main differences between the traditional networks and logic networks is that the latter have more types of logical connectors, e.g., "OR," "AND," "XOR," or "act-node" type, and the former with "OR" type only. The algorithm performs a backward search, from a selected output point to all accessible points. It processes the stack of nodes or logical connectors based on the LIFO rule. At each iteration, a node in the stack is Pulled out to explore and its precedent node(s) is (are) Pushed into the stack.
• For the nonlogical nodes, the algorithm executes steps 2 and 3 to attain optimality. • For the OR gate, steps 2 and 4 of the LC algorithm are applied to create branches and store new precedent node(s) in the stack.
• For the AND gate, steps 5-7 create an AND stack (a recursive subroutine). The LC algorithm recurs at each AND stack. The algorithm terminates when all nodes in the stack are pulled, i.e., the stack is empty. The running time of the generalized label correcting algorithm is which is same as Dijkstra's algorithm, where is the number of nodes and is the number of edges. The logic of the generalized LC algorithm is illustrated in Fig. 4 .
The generalized LC algorithm is as follows:
Step 0. Set: Node (Output No.) for each act node Stack Succ
Output No.
Step Fig. 5 [15] . The module network of the circuit in Fig. 5 is presented in Fig. 6 . In this paper, a module network is the network with logic connectors representing the structure of a circuit.
Compute the controllability and observability equations presented in Section II-A. The controllability and observability values of each node are presented in Tables II and III,  respectively, where represents the node number (between 6 and 10).
The Result: Applying the generalized LC algorithm, the minimum controllability and observability paths to the output are 6, 10 or 8, 10 . The steps of the algorithm are presented in Appendix A.
With the testability points/paths determined (see Table I ), the corresponding test functionality points are placed at the point/path boundary based on IEEE standards, e.g., Standard 1149 [21] .
Example 2: Consider the ANS 310 module [22] . Find the minimum signal loss path to output 2 in the module network of Fig. 7 ( -type problem in Table I) , where corresponds to OR gate 1, to XOR gate 1, and &1 to AND gate 1, respectively, and so on. The node in this module network is either a function gate or logic gate. Assume that each label number denotes the signal lost in a module, where to 10. The Result: For any node the shortest path to Output 2 is Succ( ), of the length For instance, the minimum signal loss path from Input 1 to Output 2 Succ(0) 0, 1, 2, 7, output 2 , the length (the steps of the algorithm are presented in Appendix B).
In the next section, a design model combining modules that meet various functional requirements is presented.
III. DESIGN OF MODULAR PRODUCTS

A. The Model
Define a model of product as an artifact that includes functionality of all modules and their relations (e.g., input/output interfaces).
(1) where ; product model; functional requirement of product model ; module from module database ; mapping from functional requirement space onto module space i.e., the function of selecting candidate modules; index set of functional requirements for the product model . The general framework of synthesis with modules is illustrated in Fig. 8 .
Initially, two candidate modules and are selected from module database fulfilling the functional requirements, a clock requirement and a control and decode requirement. Let the current index set of functional requirements for the product model
The two requirements included in the set are denoted as and By matching the two modules and , i.e., the output of matched to the input of a higher level model is created
The new model is stored in the model base and used for synthesis at the next step. Adding and mapping operations are used in the synthesis process.
B. Adding Operation
The adding operation refers to the combination of modules. In the combination process, the feasibility of including candi- date modules is checked based on engineering and interface constraints.
Testability constraints examined in this paper belong to the set of engineering constraints [23] . Testability is the ability to generate, evaluate, and apply tests to satisfy a number of predefined objectives, e.g., fault coverage, fault isolation, runtime, and time to profit, subject to the two fundamental constraints of time and money [24] . All test-related decisions should be made as early as possible in the design process. The consideration of all relevant test requirements must be an integral part of system design-not an afterthought. Achieving the desired test quality at minimum cost requires one to consider test engineering at all development stages: planning, design, validation, test pattern and program generation, and testing on automatic test equipment. For the testability constraints, one can refer to [25] and [26] and IEEE standards, e.g., Standard 1941. The following is an example of testability constraints at the board level:
• In a logic feedback system, it is impossible to definitively isolate a fault with the loop closed. The larger the loop, the more difficult it is to troubleshoot. Various techniques can be employed to break up feedback loops, and some of these are illustrated in Fig. 9 . Interface constraints refer to the input/output interface requirements to match two modules, e.g., the layout of pins to plug in a port.
In general, the module interfaces can be classified as follows [6] , [27] , [28] . The basic module refers to the module implementing the basic functions, which are not variable in principle and are fundamental to a product. The adaptive module is a module in which the adaptive functions are implemented. The adaptive modules handle unpredictable constraints [29] .
C. Mapping Operation
Mapping function allows selecting a module from the module set to satisfy functional requirements from the space in (see Fig. 10 ). The selection process is based on general constraints and the testability values of modules. The general constraints refer to the overall requirements of a product, e.g., the total cost should not exceed the budget or the total signal loss should not exceed the value recommended by the IEEE standards. In this paper, the mapping model generates a desired product with minimum testability value subject to the budget constraints. Also, this paper assumes that the interface constraints are relaxed by the application of adaptive modules.
Notation is as follows: testability value of module generated by the generalized LC algorithm; cost of module ; budget; 1 if module is mapped onto functional requirement , 0 otherwise; index set of functional requirements for product model ; index set of modules in the space . The following model minimizes the largest testability value of the modules selected subject to three constraints: (2) subject to for
for all (4)
Constraint (3) limits the total cost of modules. Constraint (4) ensures that each functional subrequirement is satisfied.
Constraint (5) ensures the integrality of variable
The model presented next minimizes the total testability value of the modules selected (6) subject to (3)- (5) The two mapping models presented are known as the bipartite weight matching problems [30] .
Based on the testability concept of Section II and the design model of Section III, a module-based design approach with the consideration of testability of electronic subsystems is developed next. 
IV. DESIGN OF PRODUCTS WITH THE SYSTEM-LEVEL TESTABILITY CONSIDERED
Given a set of modules in the space and a set of functional requirements in the space a set of feasible module solutions is to be generated and evaluated. The modules with desired testability values are synthesized. The system-level testability is improved by incorporating test functionality in the necessary test paths and the interaction points between the modules.
For the purpose of the algorithm discussed next, define an interaction network as the network that connects the modules determined and represents the structure of a product.
A. Module-Based Design Synthesis
In this section, a procedure for the module-based product synthesis is presented with the consideration of system's level testability.
1) Apply the generalized LC algorithm to the module network of the circuit to determine the testability value, points, and paths. Given the points/paths, the boardlevel testability points that perform the desired test functionality are determined based on the test guidelines. 2) Select modules to construct an interaction network by solving the mapping model (I) or (II). 3) Apply the generalized LC algorithm to determine the testability points and paths among the modules. Given the points/paths, the system-level testability points that perform the desired test functionality are generated based on the test guidelines.
In this procedure, Steps 1-4 correspond to Stage 1, Steps 5-7 to Stage 2, and Steps 8-10 to Stage 3. 1) Define the functional requirement space 2) Initialize the module space to include all module candidates based on 3) Apply the generalized LC algorithm to the module network of the circuit to determine the testability value, points, and paths in the logic network. 4) Incorporate the testability points at the board level. 5) Solve the mapping model to obtain modules that satisfy the functional subrequirements. 6) Verify the interface constraints. If violated and an adaptive module is available in the module space, then insert the adaptive module; otherwise remove one of the incompatible modules and repeat Step 5). 7) Construct an interaction network for the design product. 8) Use the generalized LC algorithm to determine the testability points/access paths. 9) Verify the testability constraints. If violated, add testability points at the system level. 10) Output the final prototype. The synthesis procedure is illustrated in Fig. 11 . The functional requirements are placed in the functional requirement database. Initially, the modules available are stored in the module database. To satisfy all functional subrequirements, the mapping model is developed and the mapping operation is applied. The product model includes modules with the desired testability values. The generalized LC algorithm is applied to find the points/paths within and among modules in order to insert the testability points at the board and system level based on the testability guidelines. Finally, the prototype is generated when the overall testability and interface constraints are satisfied.
B. Illustrative Example
Example 3-Design for Testability Benchmark: Consider a computer numerical controller (CNC) that includes computation, actuation, instrumentation, and a target system [31] . Modular circuit boards are used to implement the computation and instrumentation functions. The logic chain presented in Fig. 12 includes 12 modules, the modular circuit boards, mechanical modules, and information processing modules. The modular circuit boards contain VLSI IC's and some ASIC's, along with a regular sequential logic that contains feedback loops [25] .
In Steps 1-5, the modules and satisfying the functional requirements are selected. For example, module (in Example 2) is selected because of the desired low controllability/observability value. The adaptive module connects modules and as the interface constraints of and are violated (Step 6). Another adaptive module connects and The circuit in Fig. 12 with sequential logic contains feedback loops which can be initialized. The small circles in Fig. 12 denote connectors. The interaction network of the circuit in Fig. 12 is presented in Fig. 13 .
is suggested by the testability guideline concerned with the buried memory element This allows initializing it without a "homing sequence." Using the generalized LC algorithm, the path is determined to be critical and an observable point is added. Other 's and 's may be identified in the points of focus and paths in the interaction network based on the guidelines (Step 9), e.g., for the feedback loop. The is inserted in the minimum reliability paths
The system is partitioned into two test subsystems. is an observable point for Subsystem 1. Partitioning and adding more 's and 's for testability leads to the circuit in Fig. 14. 
V. CONCLUSION
In this paper, testability of electronic modules in mechatronic systems was discussed. A generalized LC algorithm to determine testability values, points, and access paths for modules was developed. The algorithm solves a large class of problems presented in Section II for different values of the initial node. A module-based design approach with testability consideration was presented and illustrated with an example of a six-logic chain. This paper contributes in the development of modular mechatronic products with the consideration of performance criteria, e.g., testability of electronic subsystems. The generalized LC algorithm is useful in determining testability values, points, and paths.
The following issues require further studies.
1) The design model and synthesis algorithms developed in this paper are generic. They need to be applied to specific products and systems. 2) The generalized LC algorithm determines the desired paths. It should be incorporated in an expert system supporting a range of testability issues.
3) The tradeoff analysis of the design guidelines for testability should be developed. 4) Design for testability of mechanical modules should be researched.
APPENDIX A EXAMPLE 1: STEPS OF THE ALGORITHM
Find the minimum controllability path. The controllability values of each node are presented in Table II. Step 0.
for all , Succ( ) 10 (First(Succ(10))) , Succ (6) 6, 10, Output 2 , Stack , Go to Step 2 Step 2. For , Go to Step 3 Step 3.
(First(Succ(10))) , Succ (7) 7, 10, Output 2 , Stack 6, 7 , Go to Step 2 Step 2. For , Go to Step 3 Step 3.
(First(Succ (10) 1, Go to Step 6
Step 6.For , no more edge( ), Go to 
Results
For the module, six paths are found. The minimal controllability path is 6, 10 .
