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RESUMEN / ABSTRACT 
Este proyecto se centrará en el desarrollo de un entorno de simulación de un puesto de 
observación de un puerto marítimo en el cual se podrá comprobar desde diferentes 
puntos de observación un conjunto de condiciones atmosféricas, pudiendo el usuario 
modificar éstas de manera interactiva.  
Para ello, se realizará un estudio del contexto en el que se engloba para luego realizar un 
análisis sobre las diferentes herramientas con las que se puede desarrollar este proyecto 
y seleccionando finalmente aquella que más se ajuste a nuestras necesidades. 
Por otro lado, se analizará todo el sistema especificando los requisitos y estableciendo 
los distintos casos de uso que han de cumplirse para que la elaboración del proyecto sea 
un éxito. A continuación se explicará cómo se ha desarrollado el proyecto explicando 
cada una de las distintos módulos que se han creado así como un análisis de las distintas 
herramientas utilizadas. 
Una vez explicado todo el desarrollo del proyecto se detallará la planificación que se ha 
seguido a lo largo del mismo y el presupuesto estimado para llevarlo a cabo. Para 
finalizar se expondrán las distintas conclusiones a las que se ha llegado una vez se ha 
terminado el proyecto así como las posibles líneas futuras de trabajo que se pueden 
seguir a partir de este proyecto. 
Palabras claves: 
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A lo largo de este proyecto se desarrolla un modelado de un entorno de simulación para 
el control de tráfico marítimo que permite observar las diferentes condiciones 
meteorológicas que se pueden dar y cómo afectarían estas al control de las 
embarcaciones en un puerto. 
El tráfico marítimo está creciendo continuamente tanto complejidad como en cantidad, 
y combinado con la necesidad de optimizar el flujo del tráfico y la logística en puertos  
y aeropuertos hace que sea de vital importancia tener un sistema que controle el tráfico. 
En el transporte marítimo, el control del tráfico es manejado por los sistemas de control 
de tráfico marítimo o Vessel Traffic Services (VTS) [1]. 
Los VTS permiten obtener información del tráfico, de las intenciones de movimientos 
de las embarcaciones,  de las condiciones atmosféricas y otros parámetros relevantes 
que hacen que estos sistemas sean los responsables de controlar el tráfico a la entrada y 
salida de puertos, ríos y áreas donde las embarcaciones puedan acercarse suministrando 
información a quien la necesite y coordinando el movimiento de barcos en situaciones 
de conflicto o peligro. 
Un sistema VTS está compuesto por sitios remotos que contienen radares, cámaras de 
video y un sistema de comunicación de audio conectado al centro de tráfico marítimo. 
Los VTS clásicos no tienen la capacidad técnica para monitorizar un área con un tráfico 
intenso de embarcaciones. Sin un eficiente sistema de alertas, una gran cantidad de 
accidentes han ocurrido debido a fallos humanos por lo que se han diseñado los 
denominados sistemas de identificación automática (AIS). 
Un AIS es un sistema de reconocimiento automático utilizado por las embarcaciones 
para poder comunicar la posición en la que se encuentran y poder intercambiar 
información con las diferentes embarcaciones que se encuentran cerca. Estos sistemas 
según el estándar de la organización marítima internacional (IMO), “deben de mejorar 
la seguridad de la navegación asistiendo en las operaciones de los Vessel Traffic 
Services (VTS)”. Sin embargo, la efectividad de los AIS como herramienta VTS 
depende de la calidad de la información proporcionada y de las aplicaciones inteligentes 
para procesar, integrar y presentar la información [2]. 
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Los AIS deben de ser capaces de proveer información como la identidad del buque, 
tipo, posición, curso, velocidad, estado de navegación y otra información relevante de 
seguridad automáticamente a estaciones costeras, otros barcos y aviones. Por otro lado, 
tienen que tener la capacidad de recibir la misma información que proporcionan de otras 
embarcaciones similares equipadas e intercambiar información con las instalaciones en 
tierra. 
Por todo lo anterior, este proyecto sirve como base para la creación de un entorno de 
simulación para poder comprobar las diferentes condiciones atmosféricas que se pueden 
dar en un puerto a la hora de utilizar los diferentes VTS y AIS y poder compartir 
información con las embarcaciones. 
 
1.2. MOTIVACIÓN 
Para poder desarrollar un buen sistema de control de tráfico marítimo es necesario la 
generación de un entorno de simulación donde se puedan comprobar las diferentes 
características que este sistema vaya a tener y poder comprobar todas las variables que 
se puedan llegar a tener a la hora de que los barcos y las estaciones que están en tierra 
puedan enviar y recibir información sobre la posición, el rumbo o la velocidad de las 
embarcaciones. Las condiciones climatológicas son uno de los principales causantes a la 
hora de que se produzcan accidentes marítimos por lo que se ha de tener toda la 
información posible acerca de cómo se debería actuar y que instrucciones dar a las 
embarcaciones según qué condiciones haya. 
Tras identificar esta necesidad y ser consciente de que los entornos de simulación 
realizados mediante un motor de videojuegos permite poder representar una gran 
cantidad de escenarios en los cuales se pueden parametrizar de manera realista 
condiciones atmosféricas y climatológicas, se ha decidido realizar el desarrollo de un 
entorno de simulación de un puerto marítimo mediante uno de estos motores de 
videojuegos. 
El entorno desarrollado permitirá al usuario que haga uso de este entorno poder 
representar distintas condiciones climatológicas sobre un entorno 3D de manera sencilla 
y realista. De esta manera se podrá comprobar que efectos tienen estas condiciones 
sobre las embarcaciones y las instalaciones de tierra en cuanto a visión, tiempo de 
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El principal objetivo de este proyecto es el desarrollo de un entorno de simulación en 
3D gracias al motor de desarrollo Unity3D que permita reproducir diferentes 
condiciones atmosféricas en un puerto marítimo, pudiendo el usuario observar desde 
diferentes posiciones del escenario y como pueden afectar esas condiciones a la hora de 
visualizar las diferentes embarcaciones que haya. El usuario antes de comenzar la 
simulación ha de ser capaz de seleccionar las condiciones iniciales que el desee para que 
pueda realizar las pruebas que considere pertinentes. 
 
1.4. ESTRUCTURA DEL DOCUMENTO 
El siguiente documento está estructurado en diversos capítulos, los cuales contienen 
toda la información necesaria para comprender el proyecto y poder seguirlo de manera 
sencilla. A continuación se explican brevemente cada uno de ellos: 
 Capítulo 1 – Introducción: en este capítulo se explica brevemente el contexto 
sobre el cual se va a realizar el proyecto, exponiendo la motivación del mismo, 
así como los diferentes objetivos que se pretenden  conseguir con su realización. 
 Capítulo 2 – Estado del arte: en este capítulo se expone un contexto social, 
económico y tecnológico sobre el cual se ha desarrollado el proyecto, haciendo 
una breve explicación sobre la historia de los videojuegos, cómo surgen 
herramientas para facilitar el desarrollo de los mismos y la situación actual del 
desarrollo de los videojuegos. 
 Capítulo 3 – Análisis del sistema: este capítulo contiene toda la información 
relacionada con la fase de análisis, detallando las funcionalidades y restricciones 
que tiene el sistema. De la misma manera se definen los diferentes requisitos de 
software que sirven de base para el posterior diseño del sistema. 
 Capítulo 4 – Desarrollo del sistema: este capítulo contiene toda la información 
relacionada con la fase de desarrollo del proyecto. A partir de los requisitos y las 
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necesidades detalladas en la parte del análisis, se genera la estructura del 
sistema, su arquitectura detallando los diferentes módulos que se han utilizado 
para el desarrollo del proyecto, así como la estructura del código utilizada para 
desarrollar las diferentes funcionalidades del proyecto. 
 Capítulo 5 – Gestión del proyecto: en este capítulo se explica de qué manera se 
ha organizado el proyecto, describiendo la metodología utilizada para su 
desarrollo, la planificación del mismo así como los recursos necesarios para su 
desarrollo y el presupuesto del mismo. 
 Capítulo 6 – Conclusiones y líneas futuras: en este capítulo se recogen las 
diferentes conclusiones que se han ido extrayendo a lo largo del desarrollo del 
proyecto, observando si se han cumplido los objetivos propuestos y diferentes 
premisas que se pueden seguir para futuros proyectos. 
 Capítulo 7 – Referencias y bibliografía: en este capítulo se recopilan todas las 
fuentes y referencias de libros, webs, documentos, conceptos o artículos sobre 




2. ESTADO DEL ARTE 
2.1. BREVE HISTORIA DE LOS VIDEOJUEGOS 
Para comenzar a describir la historia de los videojuegos hay que explicar primero que se 
es considerado como un videojuego. Un videojuego es cualquier juego electrónico que 
se visualiza en una pantalla o, un dispositivo electrónico que permite, mediante mandos 
apropiados, simular juegos en las pantallas de un televisor o de una computadora [3]. 
Por lo tanto, según estas definiciones, se puede considerar como primer videojuego el 
Noughts and crosses, conocido también como OXO del año 1952 desarrollado por 
Alexander Sandy Douglas. Este videojuego era ejecutado en la plataforma Electronic 
Delay Storage Automatic Calculator (EDSAC). 
 
Ilustración 1. Noughts and Crosses 
 
Este primer videojuego fue desarrollado debido a que su creador estaba realizando su 
tesis que estaba relacionada con la interacción humano-ordenador y necesitaba un 
ejemplo para poder demostrar sus teorías, por lo que se puede decir que este videojuego 
fue creado más por necesidad para demostrar algo que por el hecho de entretener a las 
personas. 
Unos años más tarde, en 1958, William Higginbotham mediante un programa de cálculo 
de trayectorias y un osciloscopio creó un juego que simulaba el tenis para mesa para los 
visitantes de la exposición Brookhaven National Laboratory. Este videojuego se 
desarrolló por el simple hecho de entretener al público y se convirtió en el primer 
videojuego en el que podían jugar dos jugadores humanos [4]. 
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A partir de este momento el desarrollo de videojuegos para el entretenimiento no ha 
parado de crecer.  Así fue como en el año 1972, surge la adaptación comercial del juego 
de Tennis for Two, llamada “Pong” haciendo que a partir de ese momento se generase 
la industria de los videojuegos.  La máquina recreativa fue comercializada por Atari 
haciendo que esta tuviese un gran éxito y en los años próximos siguiese desarrollando 
videojuegos más avanzados como el Space Invaders (Taito) o el Asteroids (Atari) 
gracias a los avances en los microprocesadores o los chips de memoria. 
Ya en la década de los años 80, la industria de los videojuegos creció con la 
introducción de los sistemas de 8 bits, produciéndose la aparición de números sistemas 
nuevos y de compañías como Nintendo y Sega que revolucionaron la industria con los 
videojuegos de Super Mario Bros y Sonic respectivamente [5]. En el año 1989, 
Nintendo lanzó al mercado la Game Boy haciendo que los videojuegos se comenzasen a 
utilizar de manera muy popular en plataformas portátiles. 
Actualmente, la industria de los videojuegos está completamente desarrollada, 
pudiéndose encontrar videojuegos de todas las temáticas posibles, en una gran cantidad 
de plataformas como pueden ser ordenadores, videoconsolas, portátiles, teléfonos 
móviles pasando actualmente por los dispositivos de realidad virtual. 
 
2.2. HERRAMIENTAS DE DESARROLLO 
2.2.1. HISTORIA 
Para el desarrollo de videojuegos es necesario un motor de videojuegos o Game Engine. 
Este motor de videojuego se refiere a las diferentes rutinas de programación que 
permiten el diseño, la creación y la representación de un videojuego [6]. La ventaja de 
estos es que se puede utilizar la misma infraestructura para distintos juegos y que una 
misma implementación de un videojuego puede ser portado a distintas plataformas 
como PC, consolas o dispositivos móviles. 
Al comienzo de la historia del desarrollo de los videojuegos, estos eran normalmente 
programados como entidades singulares, es decir, un videojuego tenía que ser diseñado 
desde cero para obtener el uso óptimo en el dispositivo hardware que se fuese a utilizar. 
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El núcleo de esta rutina de presentación es lo que hoy se llama kernel por los antiguos 
desarrolladores. 
Había otras plataformas que tenían más libertad de acción en cuanto a la representación 
pero las restricciones de memoria que había anteriormente no permitían la creación de 
diseños con gran cantidad de datos. Incluso en las plataformas de que estaban más 
asentadas, no era posible reutilizar casi nada de código de un juego a otro. 
Además, como la industria del hardware avanzaba a gran velocidad, normalmente, todo 
el diseño de los videojuegos que se iban desarrollando tenía que ser reemplazado por 
uno nuevo para adaptarse a los cambios que se producía en el hardware y que 
incorporaban múltiples mejoras a los dispositivos antiguos. 
Fue entonces, cuando a partir de los años 80, los videojuegos comenzaron a tener partes 
en común diseñadas mediante una serie de reglas que permitía la creación de distintos 
niveles y gráficos. A partir de este momento, fue común que las compañías de 
videojuegos utilizasen sistemas de creaciones de juegos que otras compañías fabricaban. 
A continuación se explican algunos de los que existían por entonces: 
2.2.1.1. PINBALL CONSTRUCTION SET (PCS): 
Diseñado por Bill Budge en 1983 para Apple II y los ordenadores de Atari 8-bit. Se creó 
un nuevo género de videojuego con este set, el género del set de construcción. Con el 
PCS, los usuarios podían fabricar su propia máquina de pinball virtual añadiendo los 
controles que se quisiesen en la mesa [7]. 
Los controles que se podían introducir eran todos los relacionados con una máquina de 
pinball normal y se podían modificar características físicas como el atributo de 





Ilustración 2. Pinball Construction Set

 $'9(1785(&216758&7,216(7$&6
(V XQ SURJUDPD GLVHxDGR SRU 6WXDUW 6PLWK HQ  TXH SHUPLWH FUHDU MXHJRV GH
DYHQWXUDVJUiILFDV)XHSXEOLFDGRSRU(OHFWURQLFV$UWVSDUD ODV VLJXLHQWHVSODWDIRUPDV
&$SSOH,,$PLJD06'26>@
$&6 SURYHH XQ HGLWRU JUiILFR SDUD OD FRQVWUXFFLyQ GH PDSDV SRVLFLRQDPLHQWR GH
FULDWXUDV\REMHWRV\XQPHQ~VLPSOHEDVDGRHQVFULSWVSDUDHOFRQWUROGHODOyJLFDGHO
MXHJR (O MXHJR VH JXDUGDED GLUHFWDPHQWH HQ HO GLVFR TXH SRGtD VHU FRSLDGR \
FRPSDUWLGR
 
Ilustración 3. Adventure Construction Set
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2.2.1.3. GARRY KITCHEN’S GAME MAKER 
Diseñado en 1985 por Garry Kitchen y dsitribuido por Activision para las plataformas 
de Commodore 64, Apple II, IBM PC [9] fue el primer software todo en uno para la 
creación de videojuegos dirigido a los consumidores. 
Se hizo bastante popular debido a su versatilidad y su módulo de creación de sonido 
para la plataforma de Commodore 64 incluyendo dos discos extras que incluían 
elementos de fondo, personajes y música para añadir. 
 
Ilustración 4. Garry Kitchen’s Game Maker 
 
2.2.1.4. WARGAME CONSTRUCTION SET 
Diseñado en 1986 por Roger Damon y publicado por Strategic Simulations permitió 
crear a los usuarios escenarios de guerra, editarlos y jugar en ellos, desde los más 
sencillos a algunos más complejos para 1 jugador o 2 jugadores. 
Permitía crear desde combates cuerpo a cuerpo hasta campañas militares a gran escala y 
cada una de las unidades que se creaban tenía diferentes atributos como tipo de unidad, 




Ilustración 5. Wargame Construction Set 
 
2.2.1.5. SHOOT’EM-UP CONSTRUCTION KIT 
Diseñado en 1987 por Sensible Software para las plataformas de Commodore 64, 
Amiga y Atari ST permitía al usuario crear simples escenarios de juegos estilo 
Shoot’Em-Up dibujando ítems, personajes, fondos y editando patrones de ataque. 
 
Ilustración 6. Shoot’Em-Up Construction Kit 
 
2.2.1.6. ARCADE GAME CONSTRUCTION KIT (AGCK) 
Diseñado por Livesay Technologies en 1988 para la plataforma de Commodore 64, 
permitía al usuario crear juegos del estilo arcade. Estos juegos eran grabados en 




Ilustración 7. Arcade Game Construction Kit 
 
No fue a partir de ya los años 90 cuando se empezaron a conocer los llamados Game 
Engine o motor de videojuegos apareciendo en juegos de disparo en primera persona. 
Siendo los más importantes como son Doom Engine, Command and Conquer y 
Pokemon. 
Estos se hicieron tan famosos que otros desarrolladores de videojuegos, en vez de 
comenzar a desarrollar desde cero sus juegos, pagaban licencias por partes de estos 
juegos y ellos simplemente creaban sus propio personajes, armas, niveles y gráficos. 
Esta separación de las reglas específicas del juego y datos de los conceptos básicos 
como la detección de colisiones y la entidad del juego significaron que los equipos 
desarrolladores pudiesen crecer y especializarse [10]. 
A partir de ese momento la industria creció y sigue evolucionando continuamente hasta 
la actualidad. 
 
2.2.2. COMPONENTES DE UN MOTOR DE DESARROLLO EN LA ACTUALIDAD 
La funcionalidad que se espera de un Game Engine en la actualidad es que proporcione 
al videojuego un motor físico o detector de colisiones, sonidos, lenguajes de scripting, 
animaciones, inteligencia artificial (IA), redes, streaming, administración de memoria, 
un escenario gráfico y un motor de renderizado para los gráficos 2D y 3D. 
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Un Game Engine se compone de dos elementos fundamentales: los gráficos y 
movimiento y el modo de juego. 
Según Jason Gregory en su libro Game Engine Architecture [10], los gráficos y 
movimiento se dividen en diferentes aspectos como son: el motor de renderizado, el 
sistema de animaciones y las colisiones o dinámicas de cuerpos rígidos. 
 
2.2.2.1. MOTOR DE RENDERIZADO: 
Es el encargado de realizar la renderización según el método seleccionado. En vez de 
estar siendo programado y compilado para ser ejecutados en la CPU o en la unidad de 
procesamiento gráfico (GPU) directamente, la mayoría de los motores de renderizado 
son construidos en APIs especiales de renderizado como Direct3D o OpenGL que 
proporciona una abstracción de la GPU. El principal objetivo de los motores de 
renderizado es el fotorealismo, aunque en algunos juegos se busque otro tipo de enfoque 
a la hora de representar los  gráficos como por ejemplo, si fuesen dibujos animados. 
 
2.2.2.2. SISTEMA DE ANIMACIONES 
Los sistemas de animación crean representaciones de la anatomía de un personaje, lo 
que es denominado “esqueleto”. Para que los ojos y el cerebro de las personas perciban 
movimiento es necesario que las imágenes estáticas se muevan a una velocidad de al 
menos 12 frames por segundo. 
El sistema de animaciones se utiliza para proporcionar movimiento a los personajes, y 
que este movimiento sea realista. Dentro de los sistemas de animaciones podemos 
destacar varios aspectos dentro de los personajes creados como son las poses, las 






2.2.2.3. MOTOR FÍSICO. 
El motor físico de un videojuego es el software encargado de representar las distintas 
simulaciones que los sistemas físicos del juego tienen. Dentro de estas simulaciones se 
encuentran la dinámica del cuerpo rígido, el movimiento de los distintos fluidos y la 
elasticidad. 
La detección de colisiones se consigue gracias a que los objetos son modelados 
mediante una cantidad de puntos mínimos que permite representarlos. Este conjunto de 
puntos mínimos que se utiliza es denominado mesh. 
Para detectar si se ha producido alguna colisión entre dos objetos se puede realizar de 
dos maneras: por áreas o píxel a píxel.  En el primero, los objetos ocupan un área 
circular o rectangular y cuando estas áreas se superponen, significa que ha habido una 
colisión. En cambio en el segundo tipo, primero se realiza una detección de colisión por 
área y, si se ha producido una colisión se realiza una detección por pixel de aquellos que 
se hayan superpuesto a ambos objetos. 
 
2.2.2.4. AUDIO 
El motor de audio de un motor de videojuegos proporciona la capacidad de generar un 
entorno completamente funcional de cuatro dimensiones. Existen numerosos algoritmos 
que y componentes que hacen posible la creación de diferentes efectos de sonido y que 
permite componer a los desarrolladores un entorno mucho más realista. 
Dentro del motor de audio se encuentran tanto los sonidos del entorno del videojuego, 
como las pistas de música y audio que componen los mismos. Los motores de nueva 
generación admiten una gran cantidad de formatos de audio y permiten su modificación 







Actualmente, una de las partes más importantes a la hora de desarrollar un videojuego 
es la capacidad de que el mismo pueda ser jugado de manera online, es decir, que varios 
jugadores puedan estar disfrutando a la vez del mismo juego, compitiendo unos contra 
otros en tiempo real o bien, jugando contra una IA. 
Este sistema de redes, ha creado una forma de videojuegos llamada “Juegos 
multijugador masivos online” (MMOG) que permite la creación comunidades virtuales 
dentro del videojuego conectando a cientos de jugadores en tiempo real y permitiendo 
interactuar entre ellos, haciendo que los videojuegos sean más que una forma de 
entretenimiento individual. [11] 
 
2.2.2.6. SCRIPTING 
Los sistemas de scripting son los encargados de facilitar el diseño de la escena de un 
videojuego y permitir su manipulación, es decir, permite colocar objetos o eventos que 
el jugador no puede controlar. 
Dentro del scripting destacamos dos tipos de sistemas: los pre-scripted cinematics que 
son utilizados cuando se quieren presentar las escenas de la historia de una manera 
controlada o bien, los sistemas de scripting visual, donde permite tener el control del 
script de manera visual sin ser necesario saber programar, permitiendo crear un 
videojuego de manera mucho más sencilla [12] . 
 
2.2.2.7. INTELIGENCIA ARTIFICIAL 
Otro de los componentes claves de un motor de videojuegos es la IA. En su nivel más 
bajo, la inteligencia artificial se encarga de la búsqueda de algoritmos, de los sistemas 
de percepción y de cierta forma de memoria. 
Por otro lado, en su nivel más elevado el control de la lógica del personaje es 
implementado gracias a la IA. El sistema de control de personaje determina como hacer 
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que este realice ciertas acciones como movimiento, uso de armas o conducción de 
vehículos. 
Por encima de la capa de control del personaje, un sistema de IA tiene una 
configuración de objetivos, una lógica de toma de decisiones, un estado emocional y 
comportamientos en grupo y de manera avanzada puede contener características como 




2.3. PANORAMA ACTUAL DEL SDK PARA EL DESARROLLO DE 
VIDEOJUEGOS 
Actualmente existen diferentes alternativas para el desarrollo de videojuegos  como 
puede ser mediante el kit de desarrollo nativo (NDK) para una determinada plataforma, 
las bibliotecas multiplataforma, lenguajes específicos para el desarrollo de videojuegos 
o los entornos de desarrollo integrados (IDE) para el desarrollo de videojuegos. 
A continuación se explicarán cada uno de las diferentes alternativas: 
 
2.3.1. DESARROLLO NATIVO (NDK) 
Un kit de desarrollo nativo es aquel que permite crear un software directamente en una 
plataforma, utilizando el lenguaje de la misma y basado en una interfaz de 
programación de aplicaciones nativa (API) [14]. 
El desarrollo nativo es más complejo que el realizado sobre una máquina virtual, pero 
ofrece a los desarrolladores más opciones y con el consiguiente aumento de 
rendimiento. 

















(O GHVDUUROOR QDWLYR HQ OHQJXDMH+\SHU7H[W0DUNXS /DQJXDJH +70/ MXQWR FRQ HO
OHQJXDMH GH MDYDVFULSW SHUPLWH GHVDUUROODU YLGHRMXHJRV HQ XQD JUDQ FDQWLGDG GH*DPH
(QJLQHVFRPRSXHGHQVHUHQFKDQWMV4XLQWXV/LPH-6R(DVHO-6>@
 
Ilustración 9. HTML5 
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2.3.1.3. IOS, WINDOWS PHONE Y BLACKBERRY OS 
Se desarrollan cada uno en su lenguaje de programación específico que permite 
aumentar el rendimiento de las aplicaciones ya que podrán acceder a las distintas 
características de los dispositivos además de no necesitar conexión a internet. 
Sistema Operativo Fabricante Lenguaje 
iOS Apple Objetive C, Swift 
Windows Phone Microsoft C#, Visual Basic.NET 
Blackberry OS RIM C/C++ 
Tabla 1. Sistemas operativos 
 
 
2.3.2. BIBLIOTECAS MULTIPLATAFORMA 
2.3.2.1. LIGHTWEIGHT JAVA GAME LIBRARY (LWJGL) 
LWGJL es una libreria java que permite el acceso de plataforma cruzada, pudiendo 
desarrollar una única vez la aplicación y desplegarla para diferentes plataformas. Esto es 
utilizado para APIs nativas en el desarrollo de gráficos (OpenGL),  audio (OpenAL), 
computación paralela (OpenCL), realidad virtual (Oculus VR), controladores de juegos 
(GLFW) [17]. 
Otra característica importante es que es OpenSource bajo licencia BSD estando en un 
repositorio de GitHub el código para poder contribuir. El juego Minecraft está basado 








(VXQPDUFRGHGHVDUUROORGH MXHJRVGH -DYDTXH SURSRUFLRQDXQD$3, XQLILFDGDTXH
IXQFLRQD HQ WRGDV ODV SODWDIRUPDV VRSRUWDGDV (V GHFLU HO PLVPR FyGLJR SHUPLWH
SXEOLFDUORVMXHJRVHQ$QGURLGL26%ODFNEHUU\0DF:LQGRZV/LQX[\+70/>@




































&RURQD6'NHVXQD OLEUHUtD$3,TXHSHUPLWHFRQXQDVSRFDV OtQHDVGHFyGLJR UHDOL]DU
GHVGH DQLPDFLRQHV KDVWD FRQH[LRQHV GH UHG 6LUYH WDQWR SDUD FRQVWUXLU MXHJRV FRPR
DSOLFDFLRQHVGHQHJRFLRV\ORVFDPELRVTXHVHYDQUHDOL]DQGRHQHOFyGLJRVHYHQHQHO
PRPHQWRHQHOVLPXODGRUTXHWLHQHORTXHSHUPLWHLWHUDFLRQHVUiSLGDV>@






\:LQGRZV 3KRQH  \ GLVSRQH GH VRSRUWH SDUD QXPHURVRV HVWiQGDUHV GH OD LQGXVWULD
FRPR2SHQ*/2SHQ$/R/XD
 
Ilustración 14. Corona SDK 
 
 
2.3.3. ENTORNOS INTEGRADOS DE DESARROLLO (IDE) DE VIDEOJUEGOS 
8Q ,'(HVXQHQWRUQRGHSURJUDPDFLyQTXH IXQFLRQDFRPR VL IXHVHXQDDSOLFDFLyQ \
FRQWLHQHXQHGLWRUGHFyGLJRXQFRPSLODGRUXQGHSXUDGRU\XQ*8,1RUPDOPHQWHORV
,'( SHUPLWHQ WUDEDMDU FRQ P~OWLSOHV OHQJXDMHV GH SURJUDPDFLyQ SXGLHQGR OOHJDU HQ
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algunos casos a utilizarse ese lenguaje de forma interactiva sin tener la necesidad de 
utilizar archivos de texto [23]. 
Hay ciertas características que ha de tener un IDE como son [24]: 
 Soporte para distintos lenguajes de programación 
 Multiplataforma 
 Integración con Sistemas de Control de Versiones 
 Reconocimiento de Sintaxis 
 Extensiones y Componentes para el IDE 
 Integración con Frameworks populares 
 Depurador 
 Importar y Exportar proyectos 
 Múltiples idiomas 
 Manual de Usuario y Ayuda 
A continuación se explican algunos de los IDE’s más importantes de la actualidad: 
 
2.3.3.1. GAMEMAKER: STUDIO 
GameMaker: Studio destaca por su facilidad y gran cantidad de posibilidades. Es uno de 
los más utilizados debido a que utiliza la filosofía ‘drag & drop’, es decir, arrastrar y 
soltar. Esta característica permite proporcionar funcionalidades a los objetos de manera 
visual, pero incluye un lenguaje de scripting propio basado en C llamado GameMaker 
Language que permite profundizar más en el desarrollo. 
Otra característica es que permite incluir anuncios y compras dentro de la aplicación 
para que se pueda obtener algún beneficio del juego sin tener que hacerse Premium. 
Además facilita la creación de la modalidad multijugador en red sin necesidad de lidiar 
con toda la administración de la red, haciéndolo en segundo plano [25]. 
GameMaker: Studio dispone de un centro de compras desde donde se pueden obtener 
toda clase de recursos creados por la comunidad de GameMaker. Este IDE para el 




Las plataformas para las que se puede desarrollar son: Windows desktop, Mac OS X, 
Ubuntu, Android, iOS, Windows Phone, Windows App Store, HTML5, Tizen, Amazon 
FireTV, PlayStation Vita, PlayStation 3, PlayStation 4, and Xbox One. 
La versión de prueba es totalmente gratuita y la estándar tiene un coste de 50$. 
 




Stencyl es otro IDE que permite la creación de juegos sin código, utilizando la misma 
filosofía que GameMaker de tener una interfaz de Drag & Drop. Esta interfaz se 
homenajea al proyecto del MIT llamado Scratch. De la misma manera se puede 
desarrollar los videojuegos a través de código usando Haxe. El motor físico y de 
colisiones es Box2D, que es una librería que está bajo la licencia zlib, utiliza el lenguaje 
de programación C++ y está basado en 2D Physics Engine. 
También admite el uso de anuncios como iAds y AdMob para juegos para teléfonos 
móviles y para los desarrollados para plataforma web, Newgrounds. Se pueden incluir 
compras dentro de los juegos e incluso buscar un sponsor al cual poder vender los 
derechos del juego [26]. 
Las plataformas para las cuales se puede desarrollar son: iOS (iPhone y Ipad), Android, 




GHVHD SXEOLFDU DSOLFDFLRQHV GH HVFULWRULR WLHQH XQ SUHFLR GH  DO DxR \ VL VH GHVHD
WDPELpQSXEOLFDUHQ$QGURLGHL26HOFRVWHDVFLHQGHDDxR>@
 




&RVQWUXFW SHUPLWH WDPELpQ FUHDU MXHJRV VLQ OD QHFHVLGDG GH HVFULELU FyGLJR /D
SULQFLSDO FDUDFWHUtVWLFD GH HVWH ,'( HV TXH OD YHUVLyQ JUDWXLWD SHUPLWH H[SRUWDU ORV
SUR\HFWRV HQ +70/ KDFLHQGR TXH ORV XVXDULRV SXHGDQ SXEOLFDU VXV MXHJRV HQ
)DFHERRN:HE&KURPHXRWUDVSiJLQDVVLPLODUHV
(VWH HQWRUQR HV PiV VLPSOH TXH ORV GRV PHQFLRQDGRV DQWHULRUPHQWH \D TXH SHUPLWH
DGHPiVGHXWLOL]DU'UDJ	'URSRIUHFHODSRVLELOLGDGGHXWLOL]DUSDTXHWHVGHIXQFLRQHV
\D FUHDGDV SDUD DVLJQDUODV GLUHFWDPHQWH D ORV REMHWRV SDUD TXH HVWRV WHQJDQ \D
FDSDFLGDGHVGHPRYLPLHQWRRVDOWRHQSRFRVFOLFV




Además de poder publicarse los juegos en HTML5 para web, también permite publicar 
juegos en las siguientes plataformas: WII U, iOS. Android, Windows 8 & RT, Windows 
Phone 8, Windows Desktop, Mac Desktop, Linux Desktop, Blackberry 10, Firefox 
Marketplace, Tizen, Facebook, Chrome Web Store y Amazon Appstore [28]. 
La versión para exportar proyectos en HTML5 es gratuita y la versión estándar que 
permite publicar en el resto de plataformas tiene un coste de 99’99 € la edición personal 
y de 329’99 € la edición de negocio, sirviendo la licencia para toda la vida. 
 




Blender es un entorno integrado bastante más avanzado que los anteriores que permite 
la creación de videojuegos más reales con un renderizado fotorrealista, una modelación 
rápida y con la posibilidad de crear materiales realistas. Además, la transformación de 
un modelo a un personaje es sencilla e incluye un set de herramientas de animación. 
Otras de las grandes características que tiene este IDE para el desarrollo de videojuegos 
es que dispone de un completo compositor. Esto quiere decir que no es necesario 
exportar a programas de terceros tus desarrollos ya que cuenta con una librería llena de 
nodos para la creación de cámaras o la composición de video e imágenes. 
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Blender es un motor de videojuego completo, permitiendo crear al usuario un juego 
completamente desarrollado en 3D con las siguientes características [29]: 
 Posibilidad de exportar los modelos creados a otros motores de juegos. 
 Permite la creación o codificación de tu propia lógica de juego. 
 Tiene integración completa con la librería de simulación de condiciones físicas 
Bullet Physics. 
 Para un control avanzado dispone de una API de scripting Python y tiene una 
IA. 
 Tiene soporte para toda la iluminación dinámica de OpenGL, materiales 
animados, sombreado así como Normal y Parallaz Mapping. 
 Se puede realizar simulaciones de juegos dentro de Blender sin necesidad de 
compilar o preprocesar. 
 Permite el uso de 3D spatial audio usando OpenAL. 
Blender está desarrollado bajo licencia GPL, por lo que es totalmente gratuito, 
pudiéndose realizar donaciones e inversiones. La comunidad es la encargada de realizar 
los cambios en el código base, lo que permite ir desarrollando nuevas funcionalidades, 
solucionar bugs y disponer de una mejor usabilidad. 
 





Unity3D, fabricado por Unity Techonologies, es uno de los motores de videojuegos más 
famosos debido a su gran versatilidad de desarrollo y su gran capacidad de aprendizaje. 
Se pueden crear desde juegos en 2D simples hasta juegos realistas en 3D. 
La característica más destacable de Unity3D es que es el motor de videojuegos 
multiplataforma por excelencia, pudiendo desplegar el juego en las siguientes 
plataformas [30]: 
 Dsipositivos móviles: iOS, Android, Windows Phone 8, Tizen 
 Aplicaciones de escritorio: Windows, Mac, Linux, , Aplicaciones de Windows 
Store y Steam. 
 Web: WebGL 
 Consolas:PlayStation 4, PSVita, XBOXOne, XBOX360, WiiU, Nintendo 3DS, 
 Realidad virtual: Oculus Rift, Google Cardboard, Steam VR, Playstation VR, 
Gear VR, Microsoft Hololens. 
 Smart TV: Android TV, Samsung SMART TV, tvOS. 
Además ofrece una gran cantidad de servicios integrados que permite retener y 
monetizar públicos como la posibilidad de incluir anuncios en los juegos u obtener 
información valiosa acerca de la conducta que tienen los jugadores a la hora de jugar. 
Unity 3D tiene un alto poder de renderizado, escrito en C# y Javascript, con flujos de 
trabajo intuitivos y altamente optimizados. La versión personal es completamente 
gratuita con acceso a la tienda de Unity o la edición profesional que tiene un coste de 




Ilustración 19. Unity3D 
 
2.3.3.6. UNREAL ENGINE 
Unreal Engine dispone de un completo set de herramientas para el desarrollo de 
videojuegos. Se pueden desarrollar desde juegos para teléfonos móviles en 2D hasta los 
videojuegos más sofisticados además de poder realizar juegos y proyectos para realidad 
virtual (VR). 
Para los juegos en dispositivos móviles, permite la creación de simples juegos en 2D 
hasta los juegos del más alto nivel visual, permitiendo desplegarlo al usuario tanto en 
iOS como en Android. 
El modo de scripting Blueprint permite al usuario hacer prototipos y crear juegos 
completos, simulaciones y visualizaciones sin necesidad de programar. Además incluye 
herramientas Blueprint y un depurador visual. 
Con el IDE Unreal Engine, los usuarios tienen acceso completo al motor de C++ y al 
editor del código fuente. Este acceso completo da la capacidad al usuario de 
personalizar el juego y facilitar la depuración y la publicación del juego. Cuenta con una 
comunidad donde hay colgado gran cantidad de código que se puede utilizar libremente 
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y dispone de una tienda donde se puede descargar juegos de ejemplo, escenas, audios, 
lógicas de juego u objetos de tipo visual [31]. 
Una de las características más novedosas de Unreal Engine es su posibilidad de 
utilizarlo para desarrollar juegos de realidad virtual, permitiendo acceder a un 
renderizado de 90 Hz de alta calidad sin necesidad de modificar código. Las 
herramientas de que se disponen permiten crear desde escenas simples hasta ambientes 
complejos cinematográficos, todo ello ayudado de una interacción de velocidad para 
que el desarrollo sea más sencillo. 
Además de todas estas características citadas anteriormente, dispone de estas otras: 
 Soporte de DirectX 11 y DirectX 12 
 Efectos de cascada visuales 
 Edición de animación de personajes. 
 Creación de ambientes de mundos 
 Posibilidad de realizar cambios instantáneos mientras se ejecuta el juego. 
 Visión previa del juego sin necesidad de guardar todos los ficheros. 
 Inteligencia artificial que permite controlar los personajes de manera más 
efectiva en el ambiente del juego. 
 Integración con los middleware más importantes como NVIDIA PhysX, 
Autodesk Gameware, Oculus VR y otras librerías software. 
La versión no comercial es gratuita y existe un pago de royalty del 5% una vez 








CryEngine es un motor de videojuegos  diseñado por la empresa alemana Crytek y es 
uno de los más potentes que existen en el mercado. Actualmente se encuentra en su 
quinta versión y está programado en C++, Lua y C#. 
En cuanto a las características visuales, CryEngine destacamos el soporte con DirectX 
12, un renderizado físicamente basado, el movimiento del agua en tiempo real, efectos 
de vegetación realistas o la técnicas Screen Space Directional Occlusion (SSDO) y 
Voxel-Based Global Illumination (SVOGI), que permite tener un control completo 
sobre las sombras que se proyectan y la iluminación en todo el juego es foto realista 
[32]. 
Dispone de un Sandbox y unas herramientas de edición muy avanzadas teniendo un 
nivel de generación de detalle muy alto de manera automática. Además tiene un método 
de scripting visual que proporciona a los usuarios una interfaz muy intuitiva que permite 
crear con gran facilidad eventos y lógicas de los videojuegos. 
La herramienta de diseño es muy potente y permite crear prototipos y juegos de manera 
sencilla y permite exportar los proyectos desarrollados en CryEngine a otras 
 
43 
herramientas externas. La realización de personajes y animaciones pueden crearse de la 
manera más realista posible sin dejar que el rendimiento disminuya gracias a la rápida 
compilación de su código, su soporte multinúcleo y la disponibilidad de información en 
tiempo real mediante estadísticas. 
Por otro lado, cabe destacar la gran compatibilidad que tiene con los diferentes 
dispositivos de realidad virtual ofreciendo soporte a PlayStation VR, OSVR, HTC Vive 
y Oculus Rift. 
Además, cuenta con las siguientes características [33]: 
 Sistema de animación de personajes. 
 Sistema de partículas en tiempo real. 
 Edición de IA. 
 Sonidos y música dinámicos junto con un audio envolvente. 
 Buscador de caminos dinámico. 
 Entorno destructible. 
CryEngine es multiplataforma pudiendo desarrollar videojuegos para Windows, OS X, 
Linux, PlayStation 3, PlayStation 4, Wii U, Xbox 360, iOS y Android. 
El precio de esta herramienta es gratuito, pudiendo donar el importe que se considere 
oportuno, no tiene pago de royalties de ningún tipo y existe la posibilidad de pagar una 
cuota de membresía que tiene dos modalidades: una básica de 50€ al mes y una 




Ilustración 21. Cry Engine 
 
 
2.4. SELECCIÓN HERRAMIENTA DE DESARROLLO. 
Una vez estudiadas las diferentes opciones que existen para desarrollar un entorno de 
simulación, se ha decido que la forma más eficiente y la que más posibilidades nos 
proporciona es desarrollar el proyecto mediante la utilización de un motor de 
videojuego, más concretamente un entorno integrado de desarrollo (IDE). A 
continuación se hará una comparativa entre los diferentes IDE que se han visto para así 
poder seleccionar el que más se ajuste a nuestras necesidades. 
 
2.4.1. COMPARATIVA DE MOTORES DE VIDEOJUEGO 
A la hora de elegir el motor de videojuego sobre el cual se va a crear el entorno de 
simulación, nos centraremos en diferentes aspectos esenciales sobre los cuales se va a 
basar la decisión de elegir uno u otro. 
Uno de los aspectos es la usabilidad, es decir, la facilidad con la que se puede aprender 
a utilizar ese motor de desarrollo. Por otro lado tenemos el precio, observando si 
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dispone de versiones libres y de pago, dependiendo de la utilización que se le vaya a 
dar. 
Por último, y el más importante de todos, las funcionalidades que ofrece dicha 
herramienta de desarrollo. En este aspecto hay que tener en cuenta lo que nos permite 
hacer y si se ajusta a lo que se pretende conseguir con el desarrollo de este proyecto. 
Como en este proyecto hay que construir un escenario de simulación que se puedan 
representar las diferentes condiciones meteorológicas, y representarlas en un escenario 
en tres dimensiones para que se pueda observar desde diferentes perspectivas, la 
herramienta de desarrollo tendrá que tener soporte 3D, motor físico y sistema de 
partículas. 
Otro aspecto importante es que se pueda exportar al mayor número de plataformas 
posibles una vez el proyecto ya haya sido creado, para que si otros equipos de desarrollo 
desean utilizar el entorno de simulación, puedan utilizarlo en el mayor número de sitios 
posibles. Por último, el entorno de desarrollo que se elija ha de tener la posibilidad de 
poder utilizarse en dispositivos de realidad virtual. 
A continuación se detalla una tabla con los distintos motores de videojuego 
seleccionados y sus características: 
 Tabla 2. Comparativa motores de videojuego 
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2.4.2. DECISIÓN SELECCIÓN HERRAMIENTA DE DESARROLLO 
Una vez realizada la comparación entre los diferentes motores de videojuego que se han 
estudiado se procede a la selección de uno de ellos, teniendo en cuenta los aspectos que 
se han decidido anteriormente como esenciales para el desarrollo del proyecto. 
Primero descartamos aquellos que no tengan soporte completo en 3D, ya que el entorno 
de simulación ha de hacerse en tres dimensiones. De esta manera eliminamos los 
motores GameMaker:Studio, Stencyl y Construct2. 
Por otro lado, tenemos el precio, donde vemos que todos disponen de versión gratuita 
por lo que no podemos descartar ninguno, al igual que ocurre con el soporte de realidad 
virtual, ya que todos disponen de ello. 
En las funcionalidades destacamos que el motor de búsqueda Blender es el único que 
tiene un sistema de partículas menos potente que Unity3D, CryEngine o UnrealEngine 
4, por lo que descartamos la herramienta de desarrollo Blender. 
Por último, vemos que Unity 3D es el motor de búsqueda al cual más plataformas se 
puede exportar, incluyendo diversos dispositivos de realidad virtual, SmartTV, 
videoconsolas, dispositivos móviles o aplicaciones de escritorio. 
Esto, sumado a que el esfuerzo de aprendizaje para manejar Unity 3D es menor que el 
de aprender los motores de búsqueda de CryEngine y UnrealEngine 4 hace que la 
herramienta de desarrollo que más se ajusta a nuestras necesidades y que nos 
proporciona las mayores ventajas sea Unity 3D. 
 
2.5 UNITY 3D 
Para desarrollar un proyecto en Unity3D hay que tener claros unos conceptos básicos 
sobre la herramienta, comprender el funcionamiento de cada una de las ventanas de las 
que se compone así como cada uno de los elementos que se pueden utilizar y que 
funciones cumplen dentro del proyecto. Por ello, se van describir a continuación con la 
intención de que se comprenda perfectamente la manera en la que se ha llevado a cabo 
la creación del entorno de simulación. 
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2.5.1. GAMEOBJECTS, COMPONENTES Y PREFABS 
En Unity 3D existen tres tipos de conceptos que son esenciales para desarrollar un 
proyecto. Estos son los GameObjetcs, los Componentes y los Prefabs. 
 
2.5.1.1. GAMEOBJECTS 
Todos los objetos que se sitúan en la escena del juego son GameObjects. Son 
contenedores que contienen componentes para representar su comportamiento y 
apariencia. Todos los GameObjects tiene un componente de transformación que permite 
mover, rotar y cambiar de tamaño el GameObject. 
Además del componente de Transformación, se les puede añadir, editar y eliminar otros 
componentes en la ventana del inspector. En la ventana de jerarquía, los GameObjects 
se representan en blanco. 
 









Los componentes detallan el comportamiento y la apariencia de los GameObjects en el 
funcionamiento del juego. Para añadir un componente a un objeto hay que seleccionarlo 
desde el menú de Componentes. 
Los scripts que se escriben por los desarrolladores del juego pueden ser añadidos a los 
diferentes GameObjects como si fuese un componente más del juego. 
 




Los Prefabs son GameObjects que se pueden reutilizar y están almacenador en la 
ventana del proyecto junto con los otros Assets. Se pueden crear tantas instancias del 
Prefab en el juego como se requieran y cualquier alteración en el modelo original del 
Prefab, hará que se modifiquen de la misma manera el resto de instancias del objeto 
prefabricado. Esta propiedad se llama herencia. De la misma manera se pueden 
sobrescribir los valores por defecto de las instancias permitiendo que parezcan más 
únicas, diferenciándose de la original. 
Para crear un Prefab se selecciona desde la ventana de proyecto la opción de Create  
Prefab y esto generará un contenedor vacío que no tendrá ningún GameObject y hasta 
entonces este Prefab no podrá ser añadido a la ventana de jerarquía o a la escena del 
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juego. Para crear un orefab que pueda ser utilizado, se ha de seleccionar un objet que se 
encuentre en la ventana de jerarquía y arrastrarlo hasta el Prefab vacio creado 
anteriormente. Una vez realizado esto, el GameObject original es ahora una instancia 
del Prefab y se pueden añadir tantas instancias del mismo como se necesiten en la 
escena del juego. 
Para comprender la utilidad de los Prefab hay que imaginar un juego de coches de 
carrera. Cada jugador tendrá un coche con las mismas características pero de diferentes 
colores. Para ello, se creará un GameObject que será un coche y se le añaden los 
componentes necesarios para crear todas las funcionalidades del coche y el 
comportamiento que va a tener dentro del juego. Una vez que se tiene creado el prefab 
del coche, se añade a la escena del juego y se puede cambiar el color por defecto que 
tenía la instancia original del Prefab. 
 







2.5.2. THE PROJECT WINDOW (LA VENTANA DEL PROYECTO) 
En esta ventana se encuentran todos los Assets que existen en nuestro proyecto. Desde 
esta ventana se pueden gestionar todos los modelos, texturas, scripts y demás elementos 
disponibles. 
Se puede navegar y explorar este directorio así como crear nuevos sub-directorios y 
Assets haciendo clic con el botón derecho o seleccionando “Create”. Además, esta 
ventana de proyecto permite realizar búsquedas de todo los tipos de Assets utilizando el 
campo de búsqueda situado en la parte superior derecha. 
Para añadir assets como texturas y modelos al proyecto, se puede hacer utilizando la 
opción del menú superior Assets  Import New Asset, o simplemente arrastrando y ya 
aparecerá disponible. 
 
Ilustración 25. Project Window Unity 3D 
 
2.5.3. THE SCENE VIEW LA VENTANA DE ESCENA 
El Scene View es dónde se van a editar y construir todos los componentes del juego que 
se va a desarrollar en Unity3D como son los jugadores, las cámaras o los GameObjects. 
En esta ventana existe una visión preliminar de la escena abierta en 3D donde se pueden 
añadir, editar y quitar los diferentes elementos que componen el entorno pudiendo 




Ilustración 26. Scene View Unity 3D 
 
2.5.4. THE HIERARCHY WINDOW LA VENTANA DE JERARQUÍA 
La ventana de jerarquía contiene todos los GameObjects que existen en la escena actual. 
Estos pueden ser de diferentes tipos, desde modelos en 3D a objetos prefabricados que 
permiten desarrollar la escena de manera más sencilla. 
La ventana de jerarquía permite seleccionar objetos y arrastrarlos unos sobre otros 
creándose así la relación de padre-hijo entre ellos. Esto quiere decir que si un objeto es 
puesto como hijo de otro, los cambios que se realicen al objeto padre en cuanto a 
movimiento y rotación afectarán también al hijo. 
 





2.5.5. THE INSPECTOR WINDOW LA VENTANA DEL INSPECTOR 
La ventana del inspector permite editar todas las características y funciones que tiene el 
objeto seleccionado. Dependiendo del tipo de objeto que hayamos seleccionado, esta 
ventana será diferente mostrándonos las características de cada tipo de objeto. 
Para los GameObjects, esta ventana muestra las propiedades de todos los componentes 
y materiales de los que dispone ese objeto y permite modificarlos. Los aspectos básicos 
de este tipo de objetos son el panel de transformación donde se pueden modificar los 
parámetros de posición, rotación y tamaño así como un panel donde se encuentran las 
características propias de ese tipo de objeto. 
 
Ilustración 28. Ventana del inspector 1 
 
Por otro lado tenemos los scripts, que permiten dar funcionalidad  a los diferentes 
objetos de la escena. Cuando se selecciona un script, la ventana del inspector muestra 
las variables públicas del mismo para que se puedan modificar los parámetros y valores 




Ilustración 29. Ventana del inspector 2 
 
 
2.5.6. THE TOOLBAR LA BARRA DE HERRAMIENTAS 
La barra de herramientas es la que permite tener el control de la escena mediante 
diferentes botones. Dentro de esta barra de herramientas se encuentran las herramientas 
de transformación, que son usadas en la vista de la escena para moverse a través de ella, 
transformar, girar, o mover los objetos que se encuentran dentro de la escena. 
 
Ilustración 30. Herramientas de transformación. 
Por otro lado tenemos los botones de Play, Pausa, o Step, que sirven para poner en 
marcha, parar o ejecutar fotograma a fotograma la escena que se ha creado, 
respectivamente. 
 
Ilustración 31. Botones ejecución 
Por último tenemos desplegable de Layers permite seleccionar que objetos van a ser 
vistos en la escena y las herramientas de transformación de gizmo, que permiten 




Ilustración 32. Herramientas de transformación. 
 
2.5.7. THE GAME VIEW LA VISTA DE JUEGO 
La vista de juego es la parte de la interfaz de Unity donde se prueba el juego creado. 
Esta vista muestra el funcionamiento del juego tal y como va a ser publicado. La vista 
de juego es renderizada a través de las cámaras localizadas en el juego. 
Una vez que se presiona el botón de Play, que hace que el juego se comience a ejecutar, 
los cambios que se realicen sobre la escena se desharán automáticamente una vez se 
salga del modo de juego. 
 
Ilustración 33. The Game View 
 
2.5.8. SISTEMA DE PARTÍCULAS 
Las partículas son una de las partes más importantes a la hora de crear un entorno de 
simulación ya que permiten la creación de efectos realistas de efectos naturales como 
pueden ser la lluvia, el humo o la niebla. 
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Las partículas son imágenes de pequeño tamaño, simples que se muestran en gran 
número para así, cuando se encuentren todas juntas en un determinado espacio dentro 
del entorno de simulación de la impresión de que se trata de una sola imagen en común. 
Cada partícula tiene un tiempo de vida determinado, es decir, la partícula se mostrará en 
el sistema desde el momento de su emisión hasta que se termine el tiempo útil de su 
vida y desaparezca del entorno.  
Existen diferentes aspectos que es interesante destacar como son: la tasa de emisión, que 
indica cuantas partículas se emiten por segundo. Por otro lado, la elección de la tasa de 
emisión y la vida útil de la partícula indica el número de partículas en el estado 
“estable”. Esto sucede cuando la emisión y la muerte de las partículas está sucediendo al 
mismo tiempo y cuánto tiempo tarda en alcanzarse este estado [30]. 
Los parámetros de emisión y tiempo de vida afecta al sistema general de partículas, pero 
individualmente, las partículas pueden configurarse para que su velocidad o dirección 
sean unas determinadas. Otro aspecto que se puede añadir a las partículas es el efecto de 
la gravedad o que si se encuentran asociadas a una zona de viento, estas vayan en esa 
dirección.  
Para el color de estas partículas existe un parámetro llamado Alpha que muestra la 
transparencia que tiene una determinada partícula haciendo que de esta manera se 
puedan configurar las transiciones de manera gradual y no que desaparezcan las 
partículas de repente. 
 
Ilustración 34. Sistema de particulas  
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3. ANÁLISIS DEL SISTEMA 
En este capítulo se va a describir el sistema que se va a desarrollar identificándose cada 
una de las necesidades que deben de ser resueltas una vez se haya terminado el 
proyecto. Para la identificación de estas necesidades se realizará una elicitación de 
requisitos, tanto funcionales como no funcionales que permitirán identificar 
funcionalidades y restricciones que el sistema final tendrá que tener. 
Una vez que se han obtenido los distintos requisitos, estos se agruparán en los distintos 
casos de uso, que son las diferentes operaciones que están implementadas en el sistema. 
Estos serán descritos mediante diagramas y textualmente. 
Gracias a la recopilación de requisitos y la formación de los distintos casos de uso se 
consigue una comprensión del sistema completo permitiendo que el diseño posterior del 
mismo pueda ser realizado teniendo en cuenta todas las necesidades del mismo y 
teniendo en cuenta las distintas restricciones que tiene. 
 
3.1 DEFINICIÓN DEL SISTEMA 
Lo primero que se va realizar es la descripción del sistema que se pretende desarrollar. 
El sistema consiste en la creación de un modelado de un entorno de simulación en 3D 
para el control de tráfico marítimo que permita observar las diferentes condiciones 
meteorológicas que se pueden dar y cómo afectaría estas al control de las 
embarcaciones de un puerto. 
Este proyecto pertenece a un proyecto más grande que engloba dos sistemas 
independientes: 
 Modelado del terreno y  configuración de las diferentes condiciones 
atmosféricas del puerto marítimo. 
 Movimiento de diferentes embarcaciones por el puerto marítimo. 
La unificación de estos dos proyectos permitirá crear un sistema de control marítimo 
que podrá ser utilizado como entorno de simulación para diferentes situaciones de la 
vida real como puede ser la aproximación de diferentes embarcaciones a la costa frente 
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a condiciones atmosféricas adversas y la utilización de la realidad virtual o aumentada 
para mayor aproximación a la realidad. 
 
Ilustración 35. Punto de observación de la escena en Unity 3D 
El alcance de este proyecto se centrará en el primer sistema que consiste en la creación 
del puerto marítimo, con sus diferentes estructuras y elementos así como la 
configuración de diversas condiciones atmosféricas. 
Esto se realizará mediante un proyecto en Unity 3D que permitirá al usuario observar el 
puerto marítimo desde diferentes posiciones del terreno, pudiendo comprobar los 
diferentes cambios del mismo debido a las condiciones climatológicas, observando la 
visibilidad que se podría tener de las embarcaciones en diferentes puntos del día y en 
diferentes escenarios. 
El usuario de este entorno de simulación podrá observar toda la escena desde diferentes 
puntos de observación fijos que serán colocados por todo el terreno. 
 
 
3.2 ESPECIFICACIÓN DE REQUISITOS 
En este apartado se van a definir e identificar los diferentes requisitos del sistema. Estos 
proporcionarán la descripción del software a realizar cumpliendo los deseos y 
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necesidades del sistema. Para una mejor comprensión de los requisitos se diferencian 
dos grupos: 
 Requisitos funcionales 
 Requisitos no funcionales. 
Los requisitos funcionales describen qué tiene que hacer el sistema y esto se traduce en 
las diferentes necesidades que el cliente, en este caso, el tutor del proyecto tiene, así 
como los resultados que espera obtener del desarrollo del software. 
Para la obtención de estos requisitos se han mantenido diversas reuniones con el cliente 
para así poder conseguir cubrir el número máximo de necesidades que tiene. 
 
3.2.1 TABLA DE REQUISITOS Y NOMENCLATURA 
Para identificar y describir cada uno de los requisitos, utilizaremos el formato de 
estándar del Insitute of Electrical and Electronics Engineers (IEEE). Más concretamente 
se utilizará el estándar IEEE830 que se ajusta a la perfección a nuestras necesidades. El 








Tabla 3. Formato tabla requisitos IEEEE830 
Dentro de esta tabla tenemos: 
La identificación de los requisitos se realizará de la siguiente manera: 
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 Identificador: UG-Snnn, donde 
o U: indica que se trata de un requisito de usuario 
o G: Requisito General 
o S: admite los valores: 
 C: Requisito de capacidad 
 R: Requisito de restricción 
o nnn: Números consecutivos para identificar un requisito 
 Nombre: identifica de manera resumida al requisito 
 Prioridad: es la prioridad de un requisito de ser implementado en el sistema. 








 Necesidad: identifica la necesidad de que el sistema tenga implementado el 








 Verificabilidad: muestra si la implementación del requisito se ha realizado 




 Estabilidad: describe la duración del requisito durante la vida del software. 
 Descripción: sirve para explicar el requisito. 
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3.2.2 REQUISITOS FUNCIONALES 
 
Identificador: Requisito funcional UG_C01 
Nombre: Terreno 
Prioridad: Alta Fuente: Cliente 
Necesidad: Esencial 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: El sistema tiene que tener un terreno desde el cual se sitúen los diferentes 
puntos  de observación. 
Tabla 4. Requisito funcional UG_C01 
 
Identificador: Requisito funcional UG_C02 
Nombre: Agua 
Prioridad: Alta Fuente: Cliente 
Necesidad: Esencial 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: El escenario ha de contar con un modelado de mar para que se puedan 
situar objetos que floten en él. 





Identificador: Requisito funcional UG_C03 
Nombre: Elementos temática puerto marítimo 
Prioridad: Alta Fuente: Cliente 
Necesidad: Deseable 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: El escenario de simulación ha de tener elementos relacionados con un 
puerto marítimo. 
Tabla 6. Requisito funcional UG_C03 
 
Identificador: Requisito funcional UG_C04 
Nombre: Puntos de visión 
Prioridad: Alta Fuente: Cliente 
Necesidad: Deseable 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: El sistema ha de contar con diferentes puntos de visión desde los cuales se 
observe el escenario. 







Identificador: Requisito funcional UG_C05 
Nombre: Intensidad de la lluvia 
Prioridad: Alta Fuente: Cliente 
Necesidad: Deseable 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: El sistema tiene que permitir al usuario poder activar o desactivar la lluvia 
o cambiar la intensidad con la que está cae desde el cielo. 
Tabla 8. Requisito funcional UG_C05 
 
Identificador: Requisito funcional UG_C06 
Nombre: Intensidad de la niebla 
Prioridad: Alta Fuente: Cliente 
Necesidad: Deseable 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: El sistema tiene que permitir al usuario poder activar o desactivar la 
condición atmosférica de la niebla así como regular la intensidad de la 
misma. 







Identificador: Requisito funcional UG_C07 
Nombre: Tipo de niebla 
Prioridad: Alta Fuente: Analista 
Necesidad: Deseable 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: El sistema tiene que permitir al usuario cambiar el tipo de niebla que habrá 
en el sistema si esta es activada. 
Tabla 10. Requisito funcional UG_C07 
 
Identificador: Requisito funcional UG_C08 
Nombre: Intensidad del viento 
Prioridad: Alta Fuente: Cliente 
Necesidad: Deseable 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: El sistema ha de poder permitir al usuario activar o desactivar la condición 
atmosférica del viento así como poder cambiar los valores de su intensidad. 
Tabla 11. Requisito funcional UG_C08 
 
Identificador: Requisito funcional UG_C09 
Nombre: Cambio del cielo de la escena 




Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: El sistema ha de permitir al usuario que se cambie el cielo de la escena, 
simulándose que el cielo está nublado, soleado o lluvioso. 
Tabla 12. Requisito funcional UG_C09 
 
Identificador: Requisito funcional UG_C10 
Nombre: Cambios de punto de visión 
Prioridad: Alta Fuente: Cliente 
Necesidad: Esencial 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: El sistema ha de permitir al usuario cambiar de una cámara a otra que se 
encuentre en otro punto de la escena. 
Tabla 13. Requisito funcional UG_C10 
 
Identificador: Requisito funcional UG_C11 
Nombre: Cambios en la luz solar 
Prioridad: Alta Fuente: Cliente 
Necesidad: Esencial 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
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Descripción: El sistema ha de permitir al usuario cambiar la intensidad de la luz solar en 
la escena, permitiendo activar o desactivarla simultáneamente. 
Tabla 14. Requisito funcional UG_C11 
 
Identificador: Requisito funcional UG_C12 
Nombre: Intensidad oleaje 
Prioridad: Alta Fuente: Analista 
Necesidad: Deseable 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: El sistema ha de permitir al usuario cambiar el estado en el que se 
encuentra el mar, pudiendo modificar la intensidad de las olas. 
Tabla 15. Requisito funcional UG_C12 
 
Identificador: Requisito funcional UG_C13 
Nombre: Flotabilidad de los elementos en el mar 
Prioridad: Alta Fuente: Cliente 
Necesidad: Esencial 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: El sistema ha de tener la capacidad de que en el agua, los objetos que se 
encuentren en su superficie floten. 









Identificador: Requisito no funcional de rendimiento UG_C01 
Nombre: Renderizado 
Prioridad: Alta Fuente: Analista 
Necesidad: Esencial 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: El sistema ha de poder ser ejecutado con fluidez en todos los entornos para 
los que se desarrolle. 
Identificador: Requisito no funcional de rendimiento UG_C02 
Nombre: Rapidez respuesta 
Prioridad: Alta Fuente: Analista 
Necesidad: Esencial 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: el sistema debe de poder efectuar las distintas operaciones solicitadas por el 







Identificador: Requisito no funcional de seguridad UG_C03 
Nombre: Confidencialidad datos 
Prioridad: Alta Fuente: Analista 
Necesidad: Esencial 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: Todos los datos generados en cada simulación han de ser eliminados y no 
almacenados en ningún sitio. 
Tabla 17. Requisito no funcional UG_C03 
Tabla 18. Requisito no funcional UG_C04 
Identificador: Requisito no funcional de portabilidad UG_C04 
Nombre: Windows 
Prioridad: Alta Fuente: Analista 
Necesidad: Esencial 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: El sistema ha de poder ser ejecutado en cualquier equipo que cuente con un 





Identificador: Requisito no funcional de portabilidad UG_C05 
Nombre: Mac 
Prioridad: Alta Fuente: Analista 
Necesidad: Esencial 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: El sistema ha de poder ser ejecutado en cualquier equipo que cuente con un 




Identificador: Requisito no funcional de portabilidad UG_C06 
Nombre: Realidad virtual 
Prioridad: Alta Fuente: Cliente 
Necesidad: Esencial 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 






Identificador: Requisito no funcional de interfaz UG_C07 
Nombre: Interfaz simple e intuitiva 
Prioridad: Alta Fuente: Analista 
Necesidad: Esencial 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: El sistema deberá presentar una interfaz fácil e intuitiva, para que la 
interacción con el usuario sea lo más sencilla posible. 
 
 
Tabla 19. Requisito no funcional UG_C08 
Identificador: Requisito no funcional de interfaz UG_C08 
Nombre: Cambios interactivos 
Prioridad: Alta Fuente: Analista 
Necesidad: Esencial 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: El sistema deberá presentar una interfaz interactiva que permita modificar 





3.3 CASOS DE USO 
A continuación se van a describir los distintos casos de uso que existen en nuestro 
sistema describiendo las diferentes interacciones que el usuario puede realizar con el 
sistema. 
Este análisis y especificación de los casos de uso permite una comprensión del sistema 
mejor y muestra la manera en la que el usuario interactúa con el sistema permitiendo ver 
cuáles de los requisitos anteriormente descritos son los que ayudan a cubrir las 
necesidades que se tenían, estableciéndose las directrices que hay que seguir a la hora 
de diseñar e implementar el sistema. 
A continuación se describirá el diagrama de casos de uso, explicando cada uno de los 






Identificador: Requisito no funcional de interfaz UG_C09 
Nombre: Realismo 
Prioridad: Alta Fuente: Analista 
Necesidad: Esencial 
Claridad: Alta Verificabilidad: Alta 
Estabilidad: Duración larga 
Descripción: Los objetos diferentes elementos del sistema han de parecerse a la realidad. 
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3.3.1 TABLA DE CASOS DE USO Y NOMENCLATURA 
Para identificar y describir cada uno de los casos de uso se utilizará el siguiente formato 
de la tabla: 
Identificador  






Tabla 20. Formato tabla Casos de Uso 
 
En ella podemos encontrar los siguientes campos: 
- Identificador: utilizado para identificar unívocamente a cada caso de uso. Su 
formato será: ‘Cdu-nn’ donde “nn” representan números consecutivos para 
identificar los casos de uso: 
- Caso de uso: representa el nombre del caso de uso. 
- Actores: representa a los actores involucrados en los diferentes casos de uso. 
- Tipo: hay dos posibles clasificaciones para los casos de uso: 
o Primario, secundario u opcional: indica la importancia del caso de uso. 
o Esencial o real: indica el grado de compromiso con la implementación. 
- Descripción: explicación más detallada del proceso que explica el caso de uso. 
- Precondiciones: condiciones previas a la realización del caso de uso. 
- Postcondiciones: estado del sistema cuando se ha producido la finalización del 







3.3.2 CASOS DE USO 
 
Identificador Cdu-01 
Caso de uso Visualización escenario 
Actores Usuario 
Tipo Primario 
Descripción Se mostrará el estado del escenario de simulación con las 
condiciones que en ese momento hayan. Al iniciar el entorno de 
simulación se comenzará con unas condiciones predeterminadas. 
Precondiciones El entorno de simulación no ha de tener ningún error. 
Postcondiciones -- 
Tabla 21. Caso de uso 01 
 
Identificador Cdu-02 
Caso de uso Gestión condiciones atmosféricas 
Actores Usuario 
Tipo Primario 
Descripción Las condiciones atmosféricas que estén disponibles para cambiar se 
mostrarán en todo momento, pudiendo el usuario activarlas, 
cambiarlas o desactivarlas en cualquier momento mientras el entorno 
de simulación se encuentre operativo. Esto lo realizará mediante los 
diferentes elementos interactivos que existen en la pantalla. 
Precondiciones Debe de estar el escenario de simulación cargado anteriormente. 
Postcondiciones El escenario de simulación cambiará de aspecto según los cambios 
que se hayan realizado. 








Caso de uso Gestión de cámaras 
Actores Usuario 
Tipo Primario 
Descripción El usuario podrá observar el escenario del entorno de simulación 
desde diferentes posiciones a través de las cámaras que están 
colocadas en todo el escenario. 
Precondiciones Debe de estar el escenario de simulación cargado anteriormente. 
Postcondiciones El usuario observará el escenario de simulación desde la cámara a la 
cual haya decidido  conservando las condiciones atmosféricas y 
cambios realizados en el entorno anteriormente siendo indiferente en 
la cámara en la que se estuviese posicionado. 





3.3.3 DIAGRAMA DE CASOS DE USO 
El diagrama de casos está compuesto por los siguientes elementos: 
- Actor: representa un sistema o usuario externo que interactúa con el sistema. En 
el diagrama se representa de la siguiente manera: 
 
 





- Caso de uso: es la operación realizada por un actor u otra entidad externa que se 
realiza tras un evento. 
 
Ilustración 37. Símbolo caso de uso 
 
- Tipo de relaciones: es la manera en la que un actor y un caso de uso se 
comunican y pueden ser de diferentes tipos: 
o Asociación: relación básica que existe entre un actor y un caso de uso. 
 
Ilustración 38. Relación de asociación 
 
o Inclusión: relación que existe entre dos casos de uso, donde la 
invocación de una operación de uno depende del caso de uso incluido. 
 
Ilustración 39. Relación de inclusión 
 








4. DESARROLLO DEL SISTEMA 
En este capítulo se va describir todo el proceso de desarrollo que se ha llevado a cabo 
durante la elaboración del proyecto, explicando los diferentes módulos desarrollados en 
el mismo para conseguir alcanzar los objetivos impuestos al comienzo del proyecto y 
cubrir las necesidades analizadas en el capítulo anterior mediante los requisitos y casos 
de uso estudiados. 
De la misma manera en este capítulo se hablará de las diferentes herramientas que se 
han utilizado para la elaboración de este proyecto, describiéndolas brevemente. 
 
 
4.1 HERRAMIENTAS UTILIZADAS 
En este apartado se van a describir las diferentes herramientas que se han utilizado para 
llevar a cabo este proyecto, tanto las de tipo hardware como las de tipo software, 
describiendo brevemente cada una de ellas. 
4.1.1 HERRAMIENTAS HARDWARE 
4.1.1.1 ORDENADOR PORTÁTIL 
Durante el desarrollo de este proyecto se han utilizado dos ordenadores diferentes. El 
primero era un Packard Bell Easy Note TJ76 del año 2011 que tenía las siguientes 
especificaciones: 
Sistema Operativo Windows 7 Home Premium 
Procesador Intel Core i5 processor 430M 
Disco Duro 320 GB HDD 
Memoria 4 GB 
Pantalla 15.6” 16:9 HD LED LCD 
Tabla 24. Características portátil Packard Bell 
Al comenzar a implementar el proyecto y desarrollar los distintos módulos en Unity 3D, 
se vio que el ordenador no contaba con la potencia suficiente para soportar la carga del 
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renderizado y que debido a la antigüedad del mismo y al no contar con unas 
especificaciones acordes con las necesidades del proyecto se tuvo que cambiar de 
equipo. 
El equipo por el que se sustituyó fue un MacBook Pro del año 2015 con el que ya se 
desarrolló por completo el proyecto y que cuenta con las siguientes especificaciones: 
Sistema Operativo Mac OsX El Capitan 
Procesador 2,7 GHz Intel Core i5 de doble núcleo 
Disco Duro 250 GB Almacenamiento Flash 
Memoria 8 GB 1867 MHz DDR3 
Pantalla Pantalla LED retroiluminada de 13.3” con 
tecnología IPS 
Tabla 25. Características MacBook Pro 
 
 
4.1.1.2 DISCO DURO EXTRAÍBLE 
Se ha utilizado un disco duro extraíble para poder llevar toda la información del 
proyecto sin problemas de almacenamiento a la vez que sirve como copia de seguridad 
del mismo. Las especificaciones con las que cuenta el disco duro son: 
Capacidad 1 TB 
Conectividad USB 3.0 
Sistemas Operativos Mac y Windows 
Dimensiones (mm) 82 x 112 x 17.5 
Peso 151 g 








4.1.2 HERRAMIENTAS SOFTWARE 
'HVSXpV GH DQDOL]DU ORV GLIHUHQWHV HOHPHQWRV KDUGZDUH TXH VH KDQ XWLOL]DGR HQ HVWH
SUR\HFWR VH YDQ D GHVFULELU EUHYHPHQWH DTXHOODV KHUUDPLHQWDV VRIWZDUH TXH KDQ VLGR
QHFHVDULDVSDUDODHODERUDFLyQGHOSUR\HFWR
4.1.2.1 UNITY 3D 
 





/D YHUVLyQ XWLOL]DGD HV OD I \ VH KD XWLOL]DGR OD YHUVLyQ SHUVRQDO TXH SHUPLWH





Ilustración 42. Logo MonoDevelop
(VXQHGLWRUGHVFULSWVTXHYLHQHSUHLQVWDODGR\DFRQ8QLW\'6HKDXWLOL]DGRGXUDQWH
WRGRHOSUR\HFWRSDUDODPRGLILFDFLyQGHORVPLVPRV\SDUDUHDOL]DUORVGLIHUHQWHVWHVW








4.1.2.3 TOM’S PLANNER 
 
Ilustración 43. Logo Tom's Planner 
Tom’s Planner es una herramienta web que permite la creación de planificaciones de 
proyecto. Con este software se ha realizado la planificación del proyecto. Esta 
herramienta permite utilizarla de manera gratuita si se van a utilizar las características 
básicas y una vez creada la planificación te permite exportarla al formato de imagen 
deseado. 
Una vez creada la planificación de manera online, se ha exportado a formato de imagen 




Ilustración 44. Logo Argo UML 
ArgoUML es una aplicación desarrollada en java que sirve para la realización de 
distintos diagramas como pueden ser: diagramas de clase, de estados, de caso de uso, de 
actividad, de colaboración, de desarrollo y de secuencia. 
Esta aplicación es de uso gratuito y en este proyecto ha sido utilizada para la realización 








4.1.2.5 MICROSOFT WORD PARA MAC 
 
Ilustración 45. Logo Microsoft Word
0LFURVRIW:RUG HV HO SURFHVDGRU GH WH[WRPiV IDPRVR GHOPXQGR TXH SHUPLWH FUHDU




4.1.2.6 MICROSOFT EXCEL PARA MAC 
 
Ilustración 46. Logo Microsoft Excel
0LFURVRIW ([FHO HV XQR GH ORV SURJUDPDV PiV XWLOL]DGRV SDUD WUDEDMDU FRQ KRMDV GH












4.2 MÓDULOS IMPLEMENTADOS 
Una vez analizado las diferentes herramientas que se han utilizado en este proyecto, se 
va a describir de manera detallada todos los módulos que son necesarios crear dentro de 
este proyecto para conseguir desarrollar el entorno de simulación deseado que cumpla 
con todas las necesidades, requisitos y casos de uso exigidos y observados en el 
apartado anterior 3.4 Análisis del sistema. 
Todos estos módulos han sido creados dentro de una escena en Unity 3D, donde se han 
ido añadiendo consecutivamente cada uno de los módulos que se van a mencionar a 
continuación. Esta escena consiste en un plano en el que se ha situado el terreno, el mar, 
los diferentes elementos para dar apariencia de que la escena pertenece a un puerto 
marítimo. 
Por otro lado, dentro de la escena se han añadido los elementos necesarios para crear las 
diferentes condiciones atmosféricas así como la creación de diferentes cámaras para que 
el usuario pueda observar la escena desde varios puntos de vista. 
Por último hablaremos de la interfaz de usuario que se ha creado, ya que el usuario 
puede modificar las diferentes condiciones atmosféricas en tiempo real mientras el 
entorno de simulación está funcionando. 
 
4.2.1 TERRENO 
El terreno es aquella estructura donde se van a situar todos los elementos de la escena 
que se encuentren en tierra firme. Para la creación de este terreno se ha utilizado la 
herramienta que Unity 3D posee para la creación de terrenos. En un principio, si se 
utiliza la herramienta de creación de terrenos simplemente se crea un plano llano sin 
ningún extra añadido. 
Como este proyecto consiste en un entorno de simulación de un puerto marítimo se ha 
modificado ese terreno predeterminado que Unity ofrece para que se parezca de manera 
más realista a un terreno de un puerto marítimo. 
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Lo primero que se ha realizado es modificar la altura del terreno en aquellas partes en 
las que el mar se encuentre de manera más cercana, para dar una impresión de 
continuidad y que no haya un cambio grande de altura. 
 
Ilustración 47. Terreno del entorno de simulación 
Para realizar estos cambios de altura en el terreno, Unity 3D posee una barra de 
herramientas que permite elevar o disminuir el terreno según se requiera. 
 
Ilustración 48. Barra herramientas terreno 
Por otro lado, permite incluir texturas para que el terreno tenga una apariencia más 
realista dependiendo de la escena que se pretenda crear. Para este proyecto se ha 








Al tratarse de un puerto marítimo, es necesario la creación de un mar en el cual se 
puedan colocar las diferentes embarcaciones o diferentes elementos de temática 
marítima que se encuentre dentro de la escena. 
Para la creación del mar, se ha utilizado la herramienta que Unity 3D ofrece para 
simular de manera realista el efecto del agua. Unity tiene diferentes Prefabs de agua en 
los que se incluyen los shaders, scripts, y assets de arte necesarios para que simplemente 
haya que elegir el prefab y situarlo en la escena donde se desee. 
Este prefab ya tiene una textura que simula con realismo el agua del mar y, además 




Ilustración 50. Mar del entorno de simulación 
 
 
4.2.3 ELEMENTOS AMBIENTALES 
Para que el entorno de simulación tenga mayor apariencia de puerto marítimo se han 
añadido diferentes prefabs a la escena diferenciándose entre los elementos que se 
encuentran en tierra firme y que son meramente decorativos y aquellos elementos que se 
sitúan en el mar y que tienen ciertas características especiales. 
4.2.3.1 ELEMENTOS SITUADOS EN TIERRA. 
En esta categoría podemos incluir los diferentes prefabs que se han colocado en la 
escena para ambientar el entorno de simulación y darle una apariencia de entorno 
marítimo. Todos los elementos decorativos que se encuentran dentro de la escena ya se 
encontraban creados y por tanto, simplemente se han seleccionado aquellos que más se 
ajustaban a la temática marítima y se han colocado en la escena para crear un ambiente 
consistente. 
Los elementos que se han incluido dentro de la escena son: 
 Edificios de diferentes tamaños y formas. 







 Farolas con luces. 
 Antorchas. 
 Tablas de surf. 





4.2.3.2 ELEMENTOS SITUADOS EN EL AGUA. 
En esta categoría vamos a incluir a aquellos elementos que se van a situar en el agua y 
que por lo tanto, tienen que tener la capacidad de flotar en el agua y de una sensación 
más de realismo a la escena haciendo que se muevan en el agua en función de la 
velocidad y altura de las olas. 
Para que los elementos dispongan de esta capacidad de flotabilidad hay que añadir a los 
diferentes elementos dos funciones para que lo haga de manera realista. 
Lo primero es añadir al prefab la funcionalidad de que ese elemento tenga las funciones 
de un cuerpo rígido y le afecte la gravedad, de manera que si nosotros situamos ese 
elemento en medio del aire, al comenzar el entorno de simulación este caería hasta 
llegar al suelo. 
Esto se puede hacer en Unity mediante componente que hay que añadirle al elemento 
deseado llamado Rigidbody. Simplemente hay que seleccionar el elemento, pulsar en la 
opción Add Component  Physics  RigidBody y ya podemos modificar las 
diferentes condiciones que nos ofrece este componente. 
Por otro lado, hay que añadir un script que tenga la funcionalidad de que aquellos 
elementos floten si se encuentran en el agua. Para ello se ha añadido a cada uno de los 
elementos que queramos que floten en el agua el script flotar.js donde se pueden 
modificar diferentes elementos como puede ser la altura a la cual se desea que flote el 




Ilustración 51. Rigidbody 
Los elementos a los cuales se ha aplicado estas dos características son: 
 Las diferentes boyas que se encuentran en el mar. 
 Barca de madera. 
 
 
4.2.4 PUNTOS DE VISIÓN 
Los puntos de visión del entorno de simulación son las distintas cámaras que se han 
situado en la escena para que se pueda observar el escenario desde diferentes 
posiciones, alturas y ángulos y así dar una visión más variada de la escena. Estas 
cámaras situadas en distintos puntos de la escena son fijas y no representan movimiento 
alguno. 
Para la creación de estos puntos de visión, Unity cuenta con una herramienta para crear 
cámaras de una manera simple. Para ello seleccionamos GameObject  Camera y la 
situamos donde nosotros queramos. 
A cada una de las cámaras hay que añadirle todos los elementos de las condiciones 
atmosféricas que vayamos a querer representar para que así desde cualquier cámara a la 
que accedamos mientras el entorno de simulación está en marcha se observen las 
condiciones atmosféricas que en ese momento hay en la escena. 
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De la misma manera hay que tener en cuenta que en Unity, debe de existir solo una 
cámara que actúe como principal y que será este GameObject el único punto de escucha 
que ha de tener la escena. 
 
Ilustración 52. GameObject de una cámara 
A continuación se muestran los cuatro puntos de visión que se han creado en este 
proyecto y que han sido situados en diferentes puntos de la escena para dar una visión 






4.2.4.1 CÁMARA LATERAL DERECHA 
 
Ilustración 53. Cámara lateral derecha 
 
4.2.4.2 CÁMARA FONDO DERECHA 
 










4.2.4.3 CÁMARA BOYA 
 
Ilustración 55. Cámara Boya 
 
4.2.4.4 CÁMARA FARO 
 
Ilustración 56. Cámara faro 
 
4.2.5 CONDICIONES ATMOSFÉRICAS 
En este apartado se van a describir las diferentes condiciones climatológicas que se han 
introducido en la escena para así poder satisfacer los diferentes requisitos y los casos de 
uso que se han analizado en los apartados anteriores. 
Para la creación de las diferentes condiciones se han utilizado diferentes Prefabs y 
scripts para que son incluidos en los diferentes GameObjects para que así en el entorno 
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de simulación se puedan representar cada una de las condiciones atmosféricas 
pudiéndose combinar desde que no haya ninguna y la escena se represente tal cual viene 
definida, hasta poder verse a la vez el conjunto de todas ellas. 
4.2.5.1 LLUVIA 
El módulo de la lluvia en este entorno de simulación se basa en un shader, que es un 
script que contiene los cálculos matemáticos y los algoritmos para poder calcular el 
color de cada pixel renderizado basándose en la iluminación y la configuración del 
material. [30] 
Por otro lado, también contiene varios sistemas de partículas así como dos scripts que 
permiten que se pueda configurar esté módulo a la medida. Lo primero que hay que 
hacer es coger el prefab de la lluvia y situarlo en la escena donde queramos. Una vez 
que hemos arrastrado el prefab a la escena, el script automáticamente se unirá a la 
cámara principal pero como nosotros tenemos más de una cámara en la escena es 
necesario añadir el script a cada una de las cámaras que tenemos. 
 
Ilustración 57. Script lluvia 
 
A continuación se van a explicar los diferentes parámetros que tenemos dentro del script 
llamado RainScript.cs para que así se pueda comprender mejor lo que hace este módulo: 
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Camera  Indica la cámara en la cual se va a observar el fenómeno de la lluvia. 
Rain Sound Light / Medium / Heavy  Indica los diferentes archivos de audio que se 
escucharán a la hora de ejecutar la lluvia. Cada uno de ellos se ejecutará dependiendo de 
la intensidad de la lluvia y de esta manera se escuchará en el entorno de simulación un 
sonido más fuerte de lluvia a manera de que se aumente la intensidad de la misma. 
Rain Intensity  Mediante este parámetro se puede modificar la intensidad con la que 
cae la lluvia sobre la escena. Los valores entre los que está comprendido son entre 0.0 y 
1, siendo 0.0 cuando no cae lluvia alguna y 1 el valor de intensidad máximo. 
En este proyecto a la hora de comenzar el entorno de simulación se pondrá como 
predeterminado el valor 0.0. 
Rain fall particle system  Es el sistema de partículas que se encarga de las partículas 
de lluvia que caen del cielo. Este sistema de partículas usa un material que simula las 
gotas de lluvia. 
Rain explosion particle system  Es el encargado de actuar cuando las gotas de lluvia 
chocan contra algo. El script RainCollision.cs se encarga de gestionar el choque de las 
gotas de lluvia y divide estas en diferentes partículas de salpicaduras de agua. Se puede 
modificar el número, el tamaño y la velocidad de las partículas de salpicadura que se 
generan cuando se produce la colisión. 
Rain mist particle system  Este sistema de partículas se encarga de la especie de 
neblina que se produce cuando la lluvia es intensa. Si se configura la lluvia a una 
intensidad alta, la neblina comenzará a aparecer. Esta neblina comenzará a aparecer 
cuando la intensidad de la lluvia se sitúe por encima del valor de 0.5 
Rain wind zone  Este parámetro permite simular el efecto del viento que hace que la 
lluvia que cae del cielo se mueva por la escena en diferentes direcciones. Este efecto se 
puede quitar de la escena o bien, cambiar la velocidad y dirección del mismo. 
Rain Height  Este parámetro configura la altura desde la que la lluvia cae. 
Rain Mist Height  Indica la altura a la que aparecerá la neblina provocada por la 




Ilustración 58. Efecto lluvia 
 
4.2.5.2 NIEBLA 
El módulo del efecto atmosférico de la niebla, se basa en dos scripts que han de ser 
añadidos a las diferentes cámaras que existen en la escena del entorno de simulación. 
 




El script DynamicFog.cs  es el principal desde el que se controlan todos los parámetros 
de la niebla, de los cuales existen los siguientes parámetros: 
Fog Properties  En este apartado se controlan todos los aspectos del efecto de la 
niebla. Desde estos parámetros se puede controlar la distancia desde la cual se comienza 
a ver la niebla, hasta que distancia es observable desde un punto de visión concreto o, 
por ejemplo como de densa va a ser la niebla. 
De la misma manera, se pueden modificar los valores de la altura hasta la cual se ve la 
niebla y hasta que altura debe de verse la niebla, es decir, a que distancia del suelo debe 
de estar la parte más baja del componente de la niebla que en ese momento se esté 
mostrando. 
Por último, hay que destacar los parámetros que permiten cambiar la velocidad de la 
niebla, y los distintos colores que se pueden aplicar. 
Sky Properties  Dentro de este apartado del script podemos cambiar los valores de las 
propiedades de la niebla en el cielo, como puede ser, la velocidad a la cual se mueve la 
niebla en el cielo, la densidad de la misma y la altura hasta la cual se puede observar la 
niebla en el cielo. 
Fog of War  Estos parámetros sirve para poder situar la niebla en zonas concretas de 
la escena, sin que afecte completamente a la totalidad de la visión que de esa cámara se 
tiene. Dentro de este apartado se puede situar el punto que actúa como centro desde 
donde se va a situar la zona de niebla y hasta dónde se va a extender esa zona de niebla. 
Por último, para que la configuración de la niebla sea más accesible para el usuario y se 
puedan observar distintos tipos de niebla en el entorno de simulación, existen diferentes 
configuraciones de todos los parámetros anteriormente mencionados que son: 
 Clear: Esta configuración es la correspondiente a que no existe niebla alguna en 
la escena. La visibilidad de la escena de con esta configuración es completa y se 





Ilustración 60. Efecto sin niebla 
 
Los valores de su configuración son: 
alpha = 0; 
 
 
 Mist: Esta configuración es la correspondiente a una especie de neblina muy fina 
que se sitúa a la altura del suelo y está fija, tal como ocurre por las mañanas. La 
visibilidad que se ofrece con esta configuración es elevada aunque los elementos 
que se encuentren situados en el suelo perderán un poco de nitidez. 
 
 




Los valores de sus parámetros de configuración son: 
alpha = 0.75f; 
     skySpeed = 0.11f; 
     skyHaze = 15; 
     skyNoiseStrength = 1; 
     skyAlpha = 0.33f; 
     distance = 0; 
     distanceFallOff = 0.07f; 
     height = 4.4f; 
     heightFallOff = 1; 
     turbulence = 0; 
     noiseStrength = 0.6f; 
     speed = 0.01f; 
     color = new Color(0.89f, 0.89f, 0.89f,1); 
     color2 = color;  
 
 Windy Mist: Esta configuración es la correspondiente a una neblina que se 
encuentra al nivel de suelo, de un grosor fino y que, además tiene la condición 
del viento, es decir, esta neblina cuenta con movimiento una vez el entorno de 
simulación sea puesto en funcionamiento con esta configuración. 
 
La visibilidad que ofrece esta configuración es alta, al igual que en el caso 
anterior, con la única diferencia es que gracias al viento, los elementos que 
pierden visibilidad van cambiando. 
 
 




Los valores de los parámetros de configuración son: 
 
     alpha = 0.75f; 
    skySpeed = 0.3f; 
     skyHaze = 35; 
     skyNoiseStrength = 0.32f; 
     skyAlpha = 0.33f; 
     distance = 0; 
     distanceFallOff = 0.07f; 
     height = 2f; 
     heightFallOff = 1; 
     turbulence = 2; 
     noiseStrength = 0.6f; 
     speed = 0.06f; 
     color = new Color(0.89f, 0.89f, 0.89f,1); 




 Ground Fog: Esta configuración es la correspondiente a una niebla más densa 
que se sitúa en  la parte más baja de la escena de manera estática. La visibilidad 
en esta configuración es alta en las partes altas de la escena, pero en el suelo, los 
elementos dejan de verse con bastante claridad. 
 
 





Los valores de los parámetros de configuración son:  
alpha = 1; 
     skySpeed = 0.3f; 
     skyHaze = 35; 
     skyNoiseStrength = 0.32f; 
     skyAlpha = 0.33f; 
     distance = 0; 
     distanceFallOff = 0; 
     height = 1f; 
     heightFallOff = 1; 
     turbulence = 0.4f; 
     noiseStrength = 0.7f; 
     speed = 0.005f; 
     color = new Color(0.89f, 0.89f, 0.89f,1); 
     color2 = color; 
 
 
 Fog: Esta configuración es la correspondiente a una niebla que tiene un espesor 
medio y que llega hasta una altura media de la escena. Con esta configuración la 
visibilidad es media en toda la escena. 
 
 
Ilustración 64. Efecto niebla media 
 
 
Los valores de los parámetros de configuración son: 
alpha = 0.96f; 
    skySpeed = 0.3f; 
     skyHaze = 155; 
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     skyNoiseStrength = 0.6f; 
     skyAlpha = 0.93f; 
     distance = 0.01f; 
     distanceFallOff = 0.04f; 
     height = 20f; 
     heightFallOff = 1; 
     turbulence = 0.4f; 
     noiseStrength = 0.4f; 
     speed = 0.005f; 
     color = new Color(0.89f, 0.89f, 0.89f,1); 
     color2 = color; 
 
 
 Heavy Fog: Esta configuración es la correspondiente al efecto de niebla más 
intensa, densa y a la que más alta llega de todas las configuraciones 
predeterminadas. Con esta niebla la visibilidad de la escena queda claramente 
comprometida y no permitiría ver más allá de unos pocos de metros. 
 
 





Ilustración 66. Efecto niebla intensa 2 
 
Los valores de los parámetros de configuración son: 
alpha = 1; 
     skySpeed = 0.05f; 
     skyHaze = 350; 
     skyNoiseStrength = 0.8f; 
     skyAlpha = 0.97f; 
     distance = 0; 
     distanceFallOff = 0.045f; 
     height = 35f; 
     heightFallOff = 0.88f; 
     turbulence = 0.4f; 
     noiseStrength = 0.24f; 
     speed = 0.003f; 
     color = new Color(0.86f, 0.847f, 0.847f,1); 
     color2 = color; 
 
 
 SandStorm: Esta configuración se corresponde con una tormenta de arena que 
con la ayuda del viento mueve las partículas por toda la escena haciendo que la 





Ilustración 67. Efecto tormenta de arena 
 
Los valores de los parámetros de configuración son: 
alpha = 1; 
     skySpeed = 0.49f; 
     skyHaze = 333; 
     skyNoiseStrength = 0.72f; 
     skyAlpha = 0.97f; 
     distance = 0; 
     distanceFallOff = 0.028f; 
     height = 83f; 
     heightFallOff = 0; 
     turbulence = 15; 
     noiseStrength = 0.45f; 
     speed = 0.2f; 
     color = new Color(0.364f, 0.36f, 0.36f,1); 




Para la creación de un objeto que se asemeje a un sol lo más real posible, se ha creado 
un GameObject al que se le ha añadido una luz de tipo direccional. 
Una luz de tipo direccional en Unity 3D es una luz que no proviene de ninguna fuente 
concreta y por lo tanto se puede situar en cualquier lugar en la escena. Como se trata de 
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Ilustración 68. Luz direccional

&RPRHOVROSXHGHPRYHUVHDORODUJRGHODHVFHQDVHKDFUHDGRODVHQVDFLyQGHTXHHO
VRO VLJXH XQD yUELWD FLUFXODU FRPR VL VH LQWHQWDVH VLPXODU HO FLFOR GHO GtD \ OD QRFKH
KDFLHQGRTXHODLOXPLQDFLyQ\VRPEUDVGHORVREMHWRVTXHKD\HQODHVFHQDYDUtHQVHJ~Q
HOPRYLPLHQWRGHOPLVPR






Ilustración 69. Efecto amaneciendo 
 
 Sol elevándose: mayor iluminación de los objetos y sombras menos 
pronunciadas y más ajustadas a los objetos. 
 




 Sol en el punto más elevado: Iluminación completa de los objetos y sombras 
mucho más ajustadas de los objetos. 
 
Ilustración 71. Efecto sol en el punto más alto 
 
 Noche: la iluminación se resume únicamente a la luz que proyecten aquellos 
objetos de la escena que tengan fuentes de iluminación como lo son las farolas y 





Ilustración 72. Efecto noche 
 
4.2.5.4 CIELO 
El cielo en este entorno de simulación se ha realizado con una característica que tiene 
Unity 3D incluida que se llama Skybox. 
Los Skybox son imágenes que se renderizan en la escena para así dar una sensación de 
que la escena en el horizonte tiene contenido y lo que hace es envolver al entorno de 
simulación y darle una imagen de profundidad y que más allá de todos los objetos 
situados en la escena parezca que haya algo. 
Los skybox utilizados en este proyecto se componen de seis imágenes que al 




Ilustración 73. Skybox Inspector 
 
Para este proyecto se han elegido diferentes Skybox para que el usuario pueda 
seleccionar el que más desee dando así una sensación más realista dependiendo de la 
condición climatológica que se seleccione. 
A continuación se muestran unas imágenes de los que se han seleccionado: 




Ilustración 74. Skybox Despejado 
 
 Skybox atardecer 
 
Ilustración 75. Skybox atardecer 
 




Ilustración 76. Skybox soleado 
 
 Skybox lluvioso 
 
Ilustración 77. Skybox lluvioso 
 




Ilustración 78. Skybox nublado 
 
 Skybox noche 
 










El siguiente módulo que se ha creado ha sido que el oleaje del mar pueda modificarse 
tanto en altura como en velocidad. De esta manera, se podrán reproducir situaciones que 
simulen las distintas condiciones del mar. 
Para la configuración de los distintos parámetros se utiliza un script llamado 
MakeWaterWaves.js que se aplica al plano donde esté el agua para que se produzcan 
ondulaciones en el plano según la velocidad y altura que se configuren. 
 
Ilustración 80. Script oleaje 
 
A continuación se muestran algunos ejemplos de las diferentes posibilidades que puede 
adquirir el mar dependiendo de la configuración de estos parámetros. 
 Mar en calma 
 
Ilustración 81. Efecto mar en calma 
 




Ilustración 82. Efecto mar con oleaje 
 
4.2.5.6 VIENTO 
Para la creación de sensación de viento que se utiliza en la escena es necesario crear 
unos GameObjects llamados Wind Zone, que se traduce como zonas de viento. Estas 
zonas de viento pueden ser añadidas directamente al terreno o bien a cada uno de los 
diferentes elementos de la escena a los que se quiere crear la sensación de que el viento 
está soplando sobre ellos. 
 
Ilustración 83. Viento inspector 
 
A continuación se explican los diferentes parámetros que contiene: 
Mode: Es la forma en la que el viento sopla y tiene dos posibilidades: 
 Directional: de esta manera el viento sopla sobre todo el terreno en una misma 
dirección 
 Spherical: el viento solo actuará dentro del radio que se escriba. 
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Main: este parámetro sirve para configurar la fuerza con la que sopla el viento. 
Turbulence / Pulse Magnitude / Pulse Frequency: estos parámetros sirven para dotar de 
una cierta aleatoriedad al viento y que este no esté soplando de manera constante y que 
se produzca un efecto más natural. 
Estas zonas de viento han sido utilizadas para que mientras llueva o haya niebla, las 
partículas tengan un efecto de movimiento y sea más realista el entorno de simulación. 
 
4.2.6 INTERFAZ DE USUARIO 
En este módulo se va a explicar la interfaz de usuario que se ha creado en el proyecto 
para que el entorno de simulación sea lo más sencillo posible de utilizar. Para que esto 
sea posible, se han creado diferentes elementos interactivos que permiten al usuario 
cambiar las diferentes condiciones climatológicas sin necesidad de parar el entorno de 
simulación y así poder ajustar de manera más real las diferentes condiciones en tiempo 
real. 
Para la creación de estos elementos interactivos se han utilizado diferentes elementos 
que Unity 3D ya tiene creados para su uso. Estos elementos son: botones, sliders y 
pulsaciones de alguna tecla que hacen que al presionar esa tecla, algo cambie. 
En Unity 3D existe un elemento llamado Canvas que consiste en un área donde se 
encuentran todos los elementos de la interfaz de usuario. Se representa mediante un 
rectángulo dentro de la escena lo que permite situar los diferentes elementos interactivos 




Ilustración 84. Canvas 
 
Dentro de esta área podemos destacar: 
4.2.6.1 SLIDERS 
Los sliders son elementos de interacción que permiten seleccionar un valor de un rango 
numérico según se vaya arrastrando el ratón. 
Dentro del proyecto estos elementos se han utilizado para dos casos: la intensidad de la 
lluvia y la posición del sol en la que se encuentra en la escena, simulando la transición 
del día y la noche. 
 




El punto original del slide de la lluvia se encuentra situado a la izquierda ya que 
corresponde con que no esté lloviendo, conforme se vaya arrastrando hacia la derecha, 
la intensidad de la lluvia aumentará. 
Por otro lado, el punto inicial del slider del sol, estará situado en el centro ya que se 
corresponde con el punto más alto en el que se encuentra el sol. Si se desplaza el cursor 
a la izquierda se irá disminuyendo la luz como si estuviese amaneciendo y si se desplaza 
el cursor a la derecha más allá del centro, se producirá el efecto de estar atardeciendo. 




En este proyecto se han creado cuatro botones que corresponden con las diferentes 
cámaras que hay situadas a lo largo de toda la escena. 
 
Ilustración 86. Botones 
 
Mediante el script CamEvents.cs se controla que cuando se presiones uno de los 
botones se active esa cámara en particular y el resto de cámaras se desactiven, ya que si 
a la vez se encuentran activadas más de una cámara se producirá un error. 
A continuación se muestra el código de uno de los botones donde se observa que solo 
una de las cámaras está activada siendo para el resto de botones el mismo 
funcionamiento pero marcando como activa la cámara correspondiente. 
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public void camLatDerechMove(){ 
        cams[0].enabled = true; 
        cams[1].enabled = false; 
        cams[2].enabled = false; 
        cams[3].enabled = false; 
    } 
 
 
4.2.6.3 PULSACIÓN DE TECLAS 
Para activar algunas condiciones atmosféricas predeterminas mientras el entorno de 
simulación está en funcionamiento se ha configurado una serie de mensajes que indican 
que si se presiona una determinada tecla, se activa ese fenómeno atmosférico o se 
cambia la tipología de ese condición atmosférica. 
En este proyecto se han utilizado para tres casos: activar o desactivar la niebla, cambiar 
el tipo de niebla que va mostrarse en la escena o cambiar el tipo de cielo que hay en la 
escena. 
Para activar o desactivar el efecto de la niebla se utiliza la tecla T, para cambiar el tipo 
de niebla hay que pulsar la letra F cada vez que se quiera cambiar el tipo de niebla y, 
para cambiar el cielo hay que pulsar la tecla SPACE. 
A continuación se muestra como aparecen estos mensajes en el entorno de simulación 
cuando está en funcionamiento. 
 




5. PLANIFICACIÓN Y PRESUPUESTO 
En este capítulo se va a describir la manera en la que se ha organizado y desarrollado el 
proyecto, se explicará la planificación que se ha seguido para su desarrollo y las 
metodologías seguidas. Por otro lado, a través de la planificación realizada se definirá el 
presupuesto total del proyecto. 
 
5.1. CICLO DE VIDA DEL PROYECTO 
Para la realización de este proyecto se ha seguido el modelo de ciclo de vida de modelo 
en cascada. Es un ciclo de vida linear-secuencial y consiste en el que cada fase debe 
tiene un grupo de metas y actividades bien definidas que se han de completar antes de 
pasar a la siguiente fase. Normalmente, el resultado de cada una de las diferentes fases 
actúa como elementos de entrada para la siguiente [34]. 
Las ventajas de utilizar este modelo son que es fácil de entender y de usar, las fases son 
procesadas y completadas de una sola vez, es un modelo adecuado para pequeños 
proyectos dónde los requisitos se han entendido perfectamente y están bien definidas las 
tareas e hitos que se persiguen en el proyecto. 
Este modelo en cascada es usado ampliamente en el desarrollo de software para 
asegurar el éxito del proyecto y consiste en las siguientes fases: 
 Análisis y requisitos: en esta fase se realiza el análisis del sistema que se va a 
desarrollar así como la recopilación de todos los requisitos necesarios que 
permitan conocer las necesidades del cliente. Estos requisitos han de ser bien 
documentados. 
 Diseño del sistema: la especificación de requisitos de la fase anterior son 
estudiados en esta fase y el diseño de sistema es preparado. En esta fase se 
describe la estructura del sistema y sus partes, y cómo estás se relacionan entre 
sí. 
 Implementación: con las diferentes entradas del diseño del sistema, el sistema 
primero se desarrolla en pequeños programas llamados unidades, los cuales son 
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A continuación se muestra la planificación que se ha seguido para realizar este proyecto 
mediante un diagrama de Gantt en el que se muestran las diferentes tareas de las que se 
compone el proyecto y la duración estimada de cada una de ellas. 
 
Ilustración 89. Planificación del proyecto 
 
La estimación de la elaboración del proyecto se estima que serán unos 6 meses 
aproximadamente, 29 semanas en las cuales se trabaja 5 horas diarias de lunes a viernes. 
En este diagrama de Gantt se puede observar como hay tareas que tienen que ser 
realizadas antes de comenzar otras y como otras pueden solaparse entre ellas ya que no 
existe ninguna dependencia entre ellas. 
Cabe destacar que la documentación, en este caso, la elaboración de la memoria está 
presente en todo el desarrollo del proyecto, desde su comienzo con la definición del 
problema y búsqueda de la información hasta las pruebas y validación del sistema. 
Como también se puede observar, la fase de pruebas se repite a lo largo del proyecto en 
momentos puntuales para comprobar que el sistema sigue siendo válido y que los 







En este apartado se van a detallar los diferentes costes que ha tenido el proyecto, tanto 
los costes de personal como de aquellos materiales que han sido necesarios para la 
elaboración del proyecto. 
 
5.3.1 RESUMEN DEL PERSONAL AL CARGO 
La tabla siguiente representa la función de cada uno de los integrantes del grupo de 
trabajo que llevarán a cabo el desarrollo del proyecto, así como el papel que 
desempeñarán y los salarios establecidos para cada uno de los puestos. 
Cabe tener en cuenta que dichos salarios se han establecido en base al sector en el cual 
nos encontramos. 
 
Puesto Nombre Salario / Hora 
Jefe de proyecto Alejandro Bernárdez 
Martínez 
45 
Analista de software, 









Tabla 27. Resumen del personal al cargo 
 
5.3.2 REPARTO DE LAS HORAS 
A continuación se muestran el reparto de horas que se ha realizado a lo largo de todo el 
proyecto según la fase en la que se encontraba el proyecto y la persona que lo ha 













Memoria 120 0 0 120 
Análisis del 
sistema 
30 60 30 120 
Diseño 30 40 50 120 
Implementación 45 50 150 245 
Pruebas 40 60 20 120 
Total horas 265 210 250 725 
Total coste (€) 11.925 € 7.350 € 7.500 € 26.775 € 




5.3.3 SALARIOS DE LOS EMPLEADOS 
A continuación mostramos el sueldo de cada uno de los empleados a lo largo del 
proyecto. Dichas cifras se han hallado en base a las horas trabajadas de cada uno de los 
integrantes en cada una de las actividades que se llevan a cabo para el desempeño del 
proyecto. 
En este apartado se puede comprobar que la elaboración del proyecto ha transcurrido un 
total de 206 días, de los cuales solo 145 han sido laborales. Si durante estos días se ha 
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trabajado un total de 5 horas diarias, esto nos da un total de 725 horas empleadas en la 
elaboración del proyecto. 
Cabe destacar que no todos los días se ha trabajado 5 horas diarias y estando el mes de 
agosto de por medio con las vacaciones se han hecho los ajustes pertinentes trabajando 
más horas en otras épocas del proyecto. 
Todo esto se muestra en el cuadro resumen de los costes de personal que se muestra a 
continuación: 
Puesto Nombre Horas totales Salario Total 




265 11.925 € 






210 7.350 € 





250 7.500 € 
Total 725 26.775 € 










5.3.4 EQUIPOS INFORMÁTICOS 
La siguiente tabla muestra los equipos informáticos que han sido precisos para el 
correcto desarrollo del proyecto y su amortización correspondiente. 
Descripción Unidades Precio Precio x Unidad 
Portátil Mac Book 
Pro 




1 49’9 € 49’9 € 
Total 1648’9 € 
Tabla 30: Coste de equipos informáticos 
El tiempo de amortización que tienen todos estos componentes informáticos está 
estimado en 24 meses. La duración del proyecto será de 6 meses y medio, por lo que el 
coste ajustado al uso que le daremos durante el proyecto será de: (xxxx/24)*6.5. Esto se 







Portátil Mac Book 
Pro 





49.9 € 24 meses 6,5 meses 13’51 € 
     
TOTAL    446’57 € 
Tabla 31. Coste amortización 
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5.3.5 HERRAMIENTAS SOFTWARE 
A continuación mostramos las herramientas de software que consideramos necesarias 
para el correcto desarrollo del proyecto así como el coste de aquellas herramientas que 
sea necesario pagar alguna licencia para su uso. 
Descripción Unidades Precio Precio x Unidad 
Office 365  10’50€ usuario/mes 73’50 € 
Unity 3D 1 67 € / mes 469 € 
Dropbox 1 0 € 0 € 
GitHub 1 0€ 0 € 
Total 542’5 € 
Tabla 32. Coste software 
 
5.3.6 MATERIAL FUNGIBLE 
Como se trabaja en las oficinas del cliente, todo el material fungible tal como los 
recambios de impresoras y el material variado de escritorio, será proporcionado por el 
cliente. 
Descripción Precio 
Material de escritorio variado 0€ 
Recambios de impresora 0€ 
Total 0€ 





5.3.7 VIAJES Y DIETAS 
En este proyecto no se ha tenido la necesidad de que se paguen dietas por viajes, por 
desplazamientos o bien por las comidas, siendo el coste de este apartado de 0 €. 
Descripción Precio 
Abono transporte 0 € 
Gasolina 0 € 
Comidas 0 € 
Total 0 € 
Tabla 34: Costes transporte y dieta 
 
5.3.8 COSTES INDIRECTOS 
Como ocurre con los costes de materiales fungibles, al trabajar en las instalaciones del 












5.3.9 RESUMEN TOTAL 
A continuación se muestran los sumatorios de todos los costes anteriormente citados: 
Descripción Precio 
Salario empleados 26.775 € 
Equipos informáticos 1648’90 € 
Software 542’5 € 
Material fungible 0 € 
Transporte y dieta 0 € 
Costes indirectos 0 € 
Total 28966’40 € 
Tabla 36: Resumen costes totales 
 
Los costes totales se corresponden con los 6 meses  y medio durante los cuales se 




6. CONCLUSIONES Y TRABAJOS FUTUROS 
Para terminar la elaboración de este documento se va a proceder a la elaboración de las 
conclusiones que se han obtenido después de haber realizado el proyecto y se 




Una vez analizado la situación actual que presenta el mundo naval, viendo que cada día 
existe un mayor número de embarcaciones que circulan por los diferentes mares y cerca 
de los puertos marítimos de muchas ciudades se ha demostrado la necesidad de tener un 
sistema que permita controlar el tráfico marítimo de una manera eficiente y económica. 
Gracias a la tecnología que se encuentra en constante evolución y cada vez se utiliza de 
manera más globalizada para todos los aspectos de la vida, está permitiendo que se 
elaboren nuevos sistemas para ayudar a las personas, empresas o gobiernos a solucionar 
ciertos problemas que antes no tenían solución pero que ahora pueden llegar a tenerla. 
El uso de la tecnología permite ahorrar costes y realizar funciones que un ser humano o 
un conjunto de seres humanos jamás podría realizar. En nuestro caso, en el mundo del 
tráfico marítimo, gracias a los entornos de simulación se pueden reproducir situaciones 
que no se dan a menudo en la vida real y repetirlas el número de veces que se quiera. 
El entorno de simulación que se ha creado en este proyecto, que permite observar un 
puerto marítimo desde diferentes puntos de observación y a su vez permite modificar las 
condiciones atmosféricas que se está dando en ese instante puede ayudar a los diferentes 
empresas que se dediquen al tráfico marítimo o a los gobiernos que tengan la necesidad 
de controlarlo de manera eficaz entrenar a los controladores marítimos que necesiten 
formación antes de ponerse a trabajar con embarcaciones de verdad. 
De la misma manera se pueden simular situaciones nuevas o de emergencia que podrían 
darse llegado el caso y así mediante el entrenamiento y repetición de estos escenarios 
adversos saber cómo actuar llegado el caso. 
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Por otro lado, creo que se ha realizado un buen análisis del problema o necesidad que el 
tutor planteó al comienzo del proyecto, permitiendo realizar una buena elicitación de 
requisitos y casos de uso que han servido de base para diseñar e implementar todo el 
proyecto. 
En cuanto al aspecto personal, la realización de este proyecto me ha permitido afianzar 
numerosos conocimientos que he ido adquiriendo a lo largo de la carrera, los cuales 
pensaba que no iba a necesitarlos nunca más. De la misma manera, la realización de este 
proyecto me ha hecho investigar y obtener una gran de conocimientos nuevos sobre 
entornos gráficos, diseño gráfico y la utilización de diversas herramientas para el 
desarrollo de videojuegos y entornos de simulación. 
Durante la elaboración del proyecto han surgido diferentes problemas como son: el 
cambio del equipo hardware para el desarrollo del este proyecto. Esto ha sido debido a 
que la herramienta requería de unas características mayores de las que el antiguo equipo 
tenía. 
Por otro lado, al comienzo del proyecto fue necesario una gran labor de investigación 
sobre qué es lo que se quería conseguir exactamente con el proyecto, la manera de 
conseguirlo y aprender a manejar la herramienta de desarrollo con la que se ha 
realizado. 
Para concluir me gustaría decir que pese a las diferentes dificultades encontradas y la 
gran cantidad de trabajo realizada, puedo decir que una vez terminado el proyecto siento 
una gran satisfacción personal por haberlo realizado y espero que sirva como base a 
otros proyectos de las mismas características en el futuro para intentar mejorar una 
necesidad que existe actualmente en el mundo aunque ya existan numerosas 








6.2 TRABAJOS FUTUROS 
Una vez terminado el proyecto y comprobando que el entorno de simulación funciona 
correctamente y cumpliendo con los requisitos establecidos al comienzo del mismo se 
podrían incluir diferentes funcionalidades y aspectos al mismo. 
Uno de los aspectos principales de mejora de este proyecto es la utilización de 
embarcaciones reales en el escenario de simulación, pudiendo estas moverse libremente 
por el mar y permitiendo configurar de manera más realista diferentes situaciones de 
peligro con las embarcaciones debido a condiciones climatológicas adversas. 
La posibilidad de añadir embarcaciones que se moviesen en el escenario de simulación 
creado, permitiría poder tener un control de tráfico marítimo completo pudiéndose 
simular situaciones de colisiones de embarcaciones con tierra, con otras embarcaciones 
o que alguna de las embarcaciones haya sufrido una avería durante su trayecto. 
Otra línea de trabajo futura en la cual se podría trabajar es en un sistema de avisos que 
informe a las diferentes estaciones de control de tráfico marítimo de las diferentes 
embarcaciones que se estén acercando al puerto marítimo y si alguna de ellas se 
encuentra dirigiéndose hacia tierra o va en el misma trayectoria que otra embarcación 
para así evitar colisiones aún incluso cuando las condiciones climatológicas no sean 
buenas. 
Otro aspecto más concreto de mejora sobre este proyecto es la creación de más 
fenómenos de la naturaleza como pueden ser torbellinos, tsunamis, diferentes corrientes 
marítimas para así poder avisar a las embarcaciones. Otro aspecto es la posibilidad de 
poder controlar el nivel de profundidad del mar para que los barcos que se vayan 
acercando al puerto sepa si puede acceder al puerto o tiene que quedarse parado un poco 
mar adentro. 
De la misma manera mediante la inclusión de la posibilidad de controlar el nivel de 
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ANEXO: RESPONSABILIDAD LEGAL 
Se ha comprobado que no existe ninguna ley ni marco regulatorio que pueda tener 
alguna responsabilidad legal en la realización del proyecto debido a que se trata de la 
creación de un entorno de simulación de un puerto marítimo. 
El proyecto no tiene por qué cumplir con las disposiciones establecidas en la LOPD 
(Ley Orgánica de Protección de Datos) debido a que no se solicitará en ningún 
momento información sobre los usuarios que puedan llegar a utilizar este entorno de 
simulación y por lo tanto, no se guardará ninguna información relacionada con los 
mismos. 
La Ley Orgánica 15/1999, de 13 de diciembre, de Protección de Datos de Carácter 
Personal, publicada en el BOE núm. 298, de 14/12/1999 y entrada en vigor desde 
14/01/2000 tiene por objeto garantizar y proteger, en lo que concierne al tratamiento de 
los datos personales, las libertades públicas y los derechos fundamentales de las 
personas físicas, y especialmente de su honor e intimidad personal y familiar. 
 
 
