Abstract Increasing scale and complexity of modern software, we have found programming problem with techniques like Aspect-oriented Programming(AOP) while constructing features of the software. We capture its key property as behavioral similarity, a set of tangled and scattered low-level behavior in similar patterns of invocation across the high-level behaviorsfeatures in software. In this paper, we present Self-composable Programming(Self), a way of programming for constructing reusable software patterns. Self treated pattern as a behavior and introduces a concept of abstract and specific behavior by bringing hierarchical relationship. Self introduces two attribute Self-composability to refining abstract behavior into specific behavior and Multi-level inheritance to localising cross-cutting concerns by parental abstract behavior. Self provides these attribute in a direct semantical way which is a contrast to previous research of inheritance in AOP. We design Self by following well establishes idioms of Object-oriented Programming, Abstraction Layer and UNIX Philosophy. We extract a concept from the philosophy and applies to the concrete language-specific environment to build an implementation and API specification. We evaluated Self in the context of a web application by measuring and estimating required SLOC for implementing a new feature, and we experienced positive result of applying Self over AOP to increase the modularity of software. Self also increases overall organisational and architectural abstraction in programmer's point of view by enabling power to define an operational dimension of software. Self provides both practical and theoretical improvements of modular software engineering. It is practical programming technique to resolves scattering and tangling of similar patterns in software, while also addresses the programming benefits from the right way of modeling a behavior in the real world. We think accurately modeling and simplifying control of behavior is key to open new abstraction in software just like Object-oriented Programming did for things in years ago.
Introduction
Increase number of features and complexity forces scale of modern software ever bigger than before. Meanwhile, to handling scale and complexity of software, modularisation techniques are evolved to provides abstraction simple as from subroutine to advanced as programming the program itself, a metaprogramming. While metaprogramming is a powerful technique to explicit manipulation of a program, Aspect-oriented Programming(AOP)[ ] provides this manipulation in more manageable and direct semantical way[ ].
To approach this problem from the perspective of Software Design Patterns[ ], the modularising pattern is an interesting idea to handling variants of a module which is key criteria of reusability. Design Pattern provides a general reusable solution to a commonly occurring problem in software design. A pre-condition to be a module is to contain features that commonly occurring in various part of the software, AOP addresses this attribute called cross-cutting concern. We think customisable software design pattern can modularise cross-cutting concerns of software because we have found that cross-cutting concerns have patterns for their tangling and scattering across the software.
In this paper, we present Self-composable Programming(Self), a way programming for constructing reusable software patterns to resolves tangling and scattering of cross-cutting concern in a way of constructing, refining and executing patterns in direct semantical, a self-composable way.While exploring the pattern of tangling and scattering problem in modern software we can capture the each feature that contains tangled and scattered code(cross-cutting concerns) has the property called behavioral similarity. In the rest of introduction section, we describe what is the behavioral similarity in modern software and how this property in can be a problem in AOP. The last of this section we describe situational circumstances and philosophical idioms behind the construction of Self-composable Concepts.
. Behavioral Similarity on Modern Software
The behavioral similarity on modern software is getting bigger. Since scale and complexity of modern software are grown, the levels of operation are getting higher, the behavioral similarity is placed prominent property of modern software the Figure shows a mass distinction between simple and complex software. Our favorite example of describing behavioral similarity is network-related software. Unlike system software, the property of network-related software contains relatively large set of feature but shallow depth of each feature as shown in figure , and each feature of software their behave similarly, means that a lot of features requires a similar set of their sub-behavior like authentication, caching, validation and their invocation pattern is similar.
Figure describes software mass distinction of large system software and networkrelated software. If we forward cuts rectangle in Figure , facebook.com has relatively shallow-depth but large amount of feature then Apple macOS. Additionally, network-related architecture like Service-oriented Architecture(SOA) has uses relatively more communicating, validating, error handling mechanism compare to system software since software of SOA can not be operated and relying error handling on local machine only but interaction and cooperation of machines in the network[ ]. This phenomenon around software engineering striking of behavioral similarity.
. Aspect-oriented Approach : Modularising Cross-cutting Concerns
Behavioral similarity directly introduces a code-level similarity. The needs of modularization are inevitable since behavioral similarity shares similar structure, invocation flow of module. Behavioral similarity can be resolved by various method. In Design Pattern catalog, Decorator pattern provides the code-level concept of pre-, post-and main-processing by decomposes single behavior into three parts. Aspect-oriented Programming is object-oriented and direct semantical concepts of decorator pattern which resolve the problem partially by modularising cross-cutting concerns. AOP decomposes single behavior into two parts, a cross-cutting concern, and a core-concern. Cross-cutting concerns are functionality that cross-cuts, used in various features of the software. For example authentication, logging, validation, context management are the typical example of cross-cutting concerns for ensuring proper operation of core-concerns. An example of above cross-cutting concerns would be writing a post on website or comment to post on a website. In other words, cross-cutting concerns compose pre-and post-processing of core-concerns. AOP addresses the problem of scattering and tangling of cross-cutting concern in object-oriented programming.
. Self-composable Approach : Bringing Relationship to Behavior Self-composable Programming proposes a different approach to modularisation of cross-cutting concerns. The goal of Self is bringing relationship to behavior.
Self is based on the philosophy of three ideas of modern programming. The First pillar of Self is Object-oriented Programming(OOP)[ ]. The key success of OOP is that OOP provides not just a notational expression but framework of thinking to simulate the object in the world on software. The world is the domain of most of our software, so its success is inevitable. OOP provides a significant contribution of how software can be designed in the context of relationships and interactions of the object. Just like OOP is made for simulating objects in the world, we design Self for simulating behavior and its relationship in the world. As a result, we set the atomic component of Self to procedure not data in OOP Self initiate new behavior by passing procedure which is a contrast to passing data in OOP.
The relationship makes each behavior hierarchical divide recursively to form of high-level and low-level behavior. This hierarchical, layered approach on behavior is the second pillar of Self. By making abstract, high-level behavior and inherit this highlevel behavior to more sophisticated specific behavior by refinement or transformation. By making common parental high-level behavior, we can modularise cross-cutting concerns to high-level behavior. For example in a web application, read database query and write database query is a parent of read article query and write article query respectively, meanwhile, both parent query is child query of database query which handling database connection. This hierarchical relationship is visualised in figure . The last pillar of Self is UNIX Philosophy[ ], which generally refer to build a module that could do one thing very well and combining those modules to build a more high-level module that performs a complex operation. An conceptual implementation of UNIX Philosophy is composability. By composing single role, a module to build the complex module. Like Self stands for Self Composable Programming, composability is the fundamental concept of Self, that provides direct semantics for composition. The module can be composed of lower leveled modules and composed to a part of a higher leveled module. The module can be composed itself by manipulated by the method function.
The above three philosophy directly gestate three concepts of Self. Which are self-composability, multi-level function inheritance, and language adaptation. This paper is organized as follows, we describe the concept of Self and its application to modern software with implementing toy example, then describing how we implemented Self in current programming system and shares evaluation result compare to AOP and apply the improvement of result into virtual software that has some level of behavior. Lastly, we provide discussion and future research direction of Self in both improving usability in practice and advancement of the technique.
Self-composable Concept . Terminology on Composition
In Self, the term composition is used in both transitive and intransitive way. This means the composed behavior on Self can be used as independent behavior as well as used as a universal building block of higher level behavior verb.
To Compose
The behavior which composed from low-level behavior or inherited and refined from high-level behavior will act as an independent behavior. For example when composition of database transaction in the domain of web application, cross-cutting concerns like validation, logging and monitoring can be composed to build complete single behavior of web application like send a message or post an article.
By Compose
The behavior which composed by high-level behavior. A more high-level behavior is composed by already composed behavior. This is a somewhat recursive property of behavior for example when sending a message to multiple users, the atomic behavior is already composed behavior, which sends a message to a personsend message. In this circumstances, a programmer can build a behavior of sending multiple messages by composing send a message behavior.
The modern software requires a variety of level of behavior, therefore we intend this recursive composability is essential to modeling behavior of modern software while this recursive composability is not supported directly by AOP.
. Self-composability on Behavior
Self-composability is core concept of Self consists of following four aspects.
Self-addition of behavior
To compose behavior programmer could constructing behavior from a set of low-level behaviors by adding them. this is Self-addition of behavoir. For example, reference above example of a web application, the send message behavior can be composed of modules like authentication, logging, validation, context management. By adding these modules, a programmer can able to construct the framework of abstract behavior. Addition Self-addition is also used after inheritance of behavior by adding core behavior into it.
Self-update of behavior Again, a composed behavior is consist of low-level behavior after construction. An individual behavior can be updated. In other words, Self-update is a partial update for high-level behavior. For example, when some module in web application requires new authentication mechanism in another module, the authentication module can be replaced. The significance of Self-update is that that authentication module can be also partially updatable since low-level module, an authentication module can be composed by a depth more low-level module.
Self-deletion of behavior
Deletion is important to remove specific low-level behavior to working behavior correctly. For example, when building public API that does not require authentication, by Self-deletion could partially delete authentication sub-behavior from API behavior.
Self-manipulation of behavior
Manipulation is a free mode of manipulating lowlevel behavior, although above three example is provides direct semantical usage for manipulating low-level behavior, Self-manipulation provides restriction free manipulation. For example, self-manipulation can be used for repeating low-level behavior or manipulating arguments. Another property of self-composability has explicit intension of work to low-level behavior, the Self-manipulation can partially manipulate the anything of behavior .
Multi-level inheritance on Behavior
The life cycle of Self-composable behavior is consist of three stage. which is composition, refinement and execution. While Self-composability is the concept of composition, Multi-level inheritance is a concept of refinement. In object-oriented programming, inheritance means specification by refinement. Just like an inheriting bus, motorcycle from a vehicle. Multi-level inheritance provides a specification of behavior by inheritance. A refining abstract object with a method to specified realisation is a concept of inheritance in OOP. We apply the essence of inheritance abstract to specific into behavior, not an object. For example when we construct a data access module for the database it usually includes transaction management, logging and basic SQL injection protection. This module can be inherited to create both modules for read, write operation of a database by updating and adding additional low-level behaviors. General database access module to task type specific read and write module is specification by refinement.
Multi-level inheritance is doing this refinement step in one or more times. Above example specifies read and write, now we can specify each read and write operation more by manipulating itself. For example, we can able to specifies the behavior to read a recent news article or inheriting one more time we can even create read recent article comments. 
Behavior add
Append given function or behavior into high-level behacior
Behavior Behavior before
Insert given function or behavior before specified behavior
Behavior Behavior after
Insert given function or behavior after specified behavior
Behavior Behavior update
Update specified behavior into given function or behavior
Behavior Behavior delete
Delete specified behavior
Behavior Behavior map
Manipulate specified behavior with new function or behavior that takes original behavior as an argument a All method takes single native Function Object or Behavior Object created by Self-js.
As Figure shows , Multi-level inheritance brings a hierarchical relationship to behavior and allow a user to specify the behavior. This property of Self brings performing both high-level and low-level operation easily possible.
Self-js : A Prototypal Implementation . Overview
Self-js[ ] is implementation of Self-composable concept. Self-js is a realisation of the concept of self-composability and multi-level inheritance in the field of real software engineering. For the medium of realisation we were chosen is Objectoriented Programming. OOP supports method notation that is appropriate to express self-composability of behavior. We also use native object-inheritance in OOP for enabling multi-level inheritance. JavaScript has multi-source language we choose Node.js runtime for JavaScript which supports higher-order function with no critical performance overhead. Just like OOP is build on top of procedural language, we build Self on top of Object-oriented language.
. Design
Self-js is works as Function(Programming-level term of Behavior) constructor in format of JavaScript library. Self-js is conformed as single object wchich has method for selfaddition, update, deletion and manipulation of its sub-function(Programming-level term of low-level behavior). The list of method is in Table . Using Self-js
In this section, we will describe a code-level overview of Self-js on practical software engineering problem -tangling and scattering of similar pattern across software. 
Listing

Self-js in a Nutshell
The example we were chosen is web service which partially describes in Figure . We will describe this example in a standalone example as well as the each lifecycle of behavior -construction, inheritance and refinement.
. Self-js in a Nutshell
Listing shows complete code-level lifecycle of web service consist of connection management, operation-specific processing, object-specific processing and featurespecific processing. 
Listing
Construction of Self-composable behavior
First of all, load Self-js library from require statement in Node. We define it behavior the reason is we intend to make this name is to less think about its internal implementation, but think about its relationship to other behaviors. The behavior instance has two part, method, and a data part. The data on behavior is a single array that stores another behavior or native function. By processing DBQuery.add method, a programmer could append common cross-cutting concerns, in this case, authentication, validation and monitoring. 
Listing
Refinement of Self-composable behavior Refinement can be dome explicitly in various method. Programmer can append sub-behavior by calling add method. Add custom anterior or posterior by before and after method. map method manipulates sub-behavior in a function. Each method of refinement does shifts internal array of behavior into specified order or replacing to a new one. Refinement can be done in every step of inheritance.
. Trait-based Implicit Refinement
Trait is a distinguished behavior of an object. We think some distinguished behavior of high-level behavior can be traited to another behavior implicitly. Explicit refinement is powerful, but its imperative syntax occurs composition of behavior in mind of the programmer which is not good for all cases. With the support of metadata specification of the trait, implicit refinement can be an interesting topic.
. Execution
CreateMessage.exec(Handler);
Listing
Ecxecution of Self-composable behavior Execution of a function can be done by calling .exec method. Since all behavior object is plain JavaScript object it has the flexibility to operated in a various way including exports.
Analysis . Overview
The programming technique is hard to evaluate because the realisation of application is varied and the technique it self takes some time to refine in some language or domain by an experienced practitioner. In this section, our goal of the analysis is not retrieved empirical result by adopting Self rather clarify that which attribute of software is causing tangling and scattering of similar patterns in behavior and how Self could solve this issue some limited circumstances. We hope further empirical study can be performed based on Self. To analysis Self, we choose an example that good at describing behavioral similarity and tangling and scattering of similar invocation pattern. The example is database coordination program. We partially implemented this module based on the interface defined in Self-js.¹ The primary object of web service is to perform an operation to data. To evaluate modularity metric, we adopted two evaluation method. The first method is built simple coordination module with both AOP and Self and measure how many actual SLOC(source line of code) is needed to implement new feature based on reusing by aspects.² The second evaluation method is an evaluation of how Self and AOP can good at suppressing the exponential growth of a number of features. We measure and forecast reusability by counting SLOC-based on a conceptual application that implemented in both AOP and Self.
. First Evaluation : Lines per New Feature
For focusing on source code that matter, we only implemented driver of each functionality without its internal implementation this is because we are dealing with not code-level tangling and scattering of similar patterns. We programmed small lines of code for read database operation related user and post. The list of coordinated Since our intention is an analysis of new programming technique, not build a complete working program, we assume various low-level behavior is already implemented and can be callable by their name. We only focused on build essential part for improvement of modularity. While we strictly following API of each framework and module on Node.js JavaScript Environment In this example, we only used before advice of AOP for simplicity feature and its corresponding source code is available appendix A, B and C. Table  shows by adaptation of Self effects positive impact, less SLOC required to implement cross-cutting concerns and less average source code needed to implement new feature. This means Self can be effectively used in both composition of cross-cutting concerns.
. Second Evaliation : Forcasting Reusability per Software Growth
The second evaluation method is forecasting reusability by the growth of software. Although there are related works on like reusing aspect[ ] by conceptual aspect[ ] using inheritance concept of OOP, we provide a different approach to applying inheritance to OOP in both concepts of multi-level inheritance in direct semantical manner. This evaluation an example software that is similar to the first method. In this example, we calculate SLOC of a virtual web application with three level of inheritance. As Table and shows, the total SLOC is a multiplication of Number of parent behaviors, number of its child behaviors and lines of refinement code per each behavior. The first-level behavior creates , , child behavior with same SLOC of refinement. Refinement can be any type of task that specific to that behavior. As a result, new Aspect has to created for fulfilling specific refinement but newly created aspect contain behavioral similarity which means newly create aspect has the same sub-behavior in partial compare to parent behavior or child behavior. Self provides refinement by self-addition, which explicitly modifying inherited behavior, so in a case of Self, the behavioral similarity can be resolved. The table and stats amount of SLOC by advancing operation of behavior through inheritance. The only difference of two table is Refiement SLOC column, the consistent meaning that Self need to refine only for behavior that actually changed.
. Result and Improvement
The result of forecasting evaluation shows SLOC of AOP refinement has getting growing which is a contrast to Self (Figure ) has suppressed and allow growth for things that actually growth. Based on the result of evaluation, we make a prediction of how SLOC increases by level of inheritance. For a summary, Self suppresses the exponential growth of source code caused by tangling and scattering of similar software(invocation) pattern across the software through self-composable refinement with multi-level inheritance.
Related Works
Self shares some of the core value to AOP or metaprogramming. To programmer to do more by abstracting and modeling things real world easily. There is a lot overlapping area between Self and AOP, but like AOP is providing direct semantics to modularising cross-cutting concerns for which did in a raw fashioned in metaprogramming, Self provides direct semantics for modeling behavior in the real world. Self is not a replacement of AOP nor OOP. Self is the companion of OOP that fulfill its method to behavior. Despite this paper selected AOP as an opponent, as our evaluation shows Self has still unproven methodology has strength in very limited circumstances to it is difficult to saying which one is replacing another. The contribution of Self is framework of thinking and addresses view point of view of how behavior in be modeled in software like AOP provides aspect-inspired code through aspectual thinking[ ].
Discussions . Implementation Types
Currently, Self is provided as a form of a library. but supported by native language provides essential both syntactical and processing advantage.
. Future Research Directions
There is a contradiction in practical deployment of Self. Although it is much more efficient in a large system but its nature is already developed and deployed in the field. By increases practical usage of Self, a program transformation like wrapper or slicer is essential to transform the behavior of the generic software to self-composable.
Another idea on refinement part is the metadata-driven composition by adopting a mechanism of trait and mixin[ ]. For notational perspective, domains-specific behavior could provides more sophisticated syntax(addValidation(number) instead of add(numberCheck))could beneficial to both presentational efficiency and processing ordering. By applying various advanced OO technique gives significant usability to Self since it is a companion to OOP. Lastly, for thinking of a new application on top of Self is still interesting, currently, package manager provides a practical environment for library usage in a programming language, by adopting self and package manager can enable very high-level programming. These kinds of improvement are possible since Self is independently working with language, the flexibility provides a wide range of application.
. A Relationship to OOP and AOP
The successes of OOP is caused because OOP modeling the thing in the real world, which is the ultimate domain of software. AOP modelings behavior in the real world. In a company when executives create new buying policy, employees have to keep that policy every time they made purchases. But in the real world, employee have to keep not just policy from executives but stakeholder under the executives -a manager, VP or there is a stakeholder upper to executes like country or international organization. Of stakeholder that closes to the employee has limited but specific policy and conversely far from the employee has global but general policy. To modeling behavior of single employee is complicated. AOP models this kind of behavior into cross-cutting concern but since we keep policy from the various object, which is why a multi-level specification is needed and implemented in the format multi-level inheritance in Self. The idea of composition is from how people(object) is interact in the organization(software). People in a real company, even if they met the first time for authorising purchasement they can easily compose to process the task because they can be composable by natural language. software is unlikely different, software needs to define those compositions in a way of coding. Self provides not just practical programming library but address the needs of a new grammar of seamless composition of a feature in modern software and gives a framework of thinking to the programmer for architecting software that is good at harmonical composition.
Conclusion
In this paper, we introduced Self-composable programming for modeling behavior of software in a hierarchical way. By adopting numerous Object-oriented techniques, Self can be used in syntactical or operational in favor of OOP. Before introducing programming, we describes the philosophy and a concept of what Self-composability is. We address a problem of modern software, the scattering and tangling of the similar pattern caused by behavioral similarity and how other technique approaches it. we lastly describe which part of reusing medium can be reused with a result of improvement of adopting Self over AOP in an example. Aspect it self is a reusing medium but once it is weaved it is difficult to manipulate partially. Self provides a direct semantical way of composing, inheriting, refining -a modeling behavior of modern software. By inheriting and implicitly performing underlying policy, software can be run in assumption, by making many assumption software can be simple and errors are reduced by coded less, we think Self can be used as a medium of accurately modeling and simplifying control of behavior in real world, as a result to give programmer to power to abstract behavior in the world just like OOP did it for object in many years ago. 
