We revisit the classic online bin packing problem. In this problem, items of positive sizes no larger than 1 are presented one by one to be packed into subsets called bins of total sizes no larger than 1, such that every item is assigned to a bin before the next item is presented. We use online partitioning of items into classes based on sizes, as in previous work, but we also apply a new method where items of one class can be packed into more than two types of bins, where a bin type is defined according to the number of such items grouped together. Additionally, we allow the smallest class of items to be packed in multiple kinds of bins, and not only into their own bins. We combine this with the approach of packing of sufficiently big items according to their exact sizes. Finally, we simplify the analysis of such algorithms, allowing the analysis to be based on the most standard weight functions. This simplified analysis allows us to study the algorithm which we defined based on all these ideas. This leads us to the design and analysis of the first algorithm of asymptotic competitive ratio strictly below 1.58, specifically, we break this barrier by providing an algorithm AH (Advanced Harmonic) whose asymptotic competitive ratio does not exceed 1.57829.
Introduction
Bin packing [5, 6] is the problem of partitioning or packing a set of items of rational sizes in (0, 1] into subsets of items, which are called bins, of total sizes no larger than 1. In the offline variant the list of items is given as a set, and in the online environment items are presented one by one and each item has to be packed into a bin irrevocably before the next item is presented.
For an algorithm A, we denote its cost, that is, the number of used bins in its packing on an input I by A(I). The cost of an optimal solution OP T , for the same input, is denoted by OP T (I). The asymptotic approximation ratio allows to compare the costs for inputs for which the optimal cost is sufficiently large. The asymptotic approximation ratio of A is defined as follows. OP T (I) . In this paper we only consider the asymptotic approximation ratio, which is the common measure for bin packing algorithms. Thus we use the term approximation ratio throughout the paper, with the meaning of asymptotic approximation ratio. Moreover, the term competitive ratio often replaces the term "approximation ratio" in cases where online algorithms are considered. We will use this term for the asymptotic measure. When we discuss the absolute measure sup I A(I) OP T (I) (the absolute approximation ratio or the absolute competitive ratio), we will mention this explicitly. A standard method for proving an upper bound for the asymptotic approximation ratio or the asymptotic competitive ratio for an algorithm A is to show the existence of a constant C ≥ 0 independent of the input, such that for any input I, A(I) ≤ R · OP T (I) + C (and then the value of the asymptotic measure is at most R). Most work on upper bounds on the asymptotic competitive ratio provide in fact an upper bound using this last method, and we will follow this approach as well.
For the offline problem, algorithms with an approximation ratio of 1 + ε can be designed [9, 16] for any ε > 0. If the first definition is used, a 1-approximation can be designed [16] , where the cost of the solution computed by the algorithm is OP T (I) + o(OP T (I)) (see also recent work on improving the sub-linear function of OP T (I) by Rothvoss [21] and by Hoberg and Rothvoss [12] ).
The classic bin packing problem, which we study here, was presented in the early 1970's [24, 13, 14, 15] . It was introduced as an offline problem, but many of the algorithms initially proposed for it were in fact online. Johnson [13, 14] defined and analyzed the simple algorithm Next Fit (NF), which tries to pack the next item into the last bin that was used for packing, if such a bin exists (in which case such a bin is called "active") and the item can be packed there, and otherwise it opens a new bin for the item. The competitive ratio of this algorithm is 2 [13, 14] . Any Fit (AF) algorithms, as opposed to the behavior of NF which only tests at most one active bin for feasibility of packing a new item there, pack a new item into a nonempty bin unless this is impossible (in which case a new bin is opened). Such algorithms have competitive ratios of at most 2. Next, consider a sub-class of algorithms where one may not select a bin with smallest total size of currently packed items for packing a new item, unless this minimum is not unique or this is the only bin that can accommodate the new item except for an empty bin. The last class of algorithms is called Almost Any Fit (AAF), and they have competitive ratios of 1.7 [15, 14] . A well-known algorithm, which is in fact a special case of AAF is Best Fit (BF), which always chooses the fullest bin where the new item can be packed. First Fit (FF) is another important special case of AF (but not of AAF) which selects a minimum index bin for each new item (where it can be packed). The competitive ratio of FF is 1.7 [15, 7] .
The pre-sorted versions of these algorithms, called NFD, FFD, BFD, and AFD, were studied as well. In these versions, items are still presented one by one, but they are sorted in a non increasing order (according to sizes). For example, the approximation ratio of NFD is (approximately) 1.69103 [2] and that of FFD is 11 9 ≈ 1.22222 [13] . For AFD in general, the approximation ratio is at most 1.25 [13, 14, 15] . These pre-sorted variants are not online algorithms.
We design and analyze a new algorithm AH (Advanced Harmonic) for online bin packing, and show that its competitive ratio does not exceed 1.57828956. This is the first algorithm whose asymptotic competitive ratio is below 1.58. We use a new type of analysis of algorithms which allows us to split the analysis into cases, while for every case we define only three different values (and even just one value in a large number of cases), and based on those we calculate weights for items. The analysis is split into cases in recent previous work as well, but the analysis of each case is much more difficult. Items are partitioned into classes according to sizes. As in previous work, we sometimes do not pack the maximum number of items of some class into a bin, and leave space for items of another class (possibly arriving later). One new feature of AH is that in previous papers, in the algorithms there were at most two options for every class. For any given class, one option was a bin with the maximum number of items of a this class fitting into a bin. For some of the classes there was a second option consisted of a very small number of items from this class (with reserved spaces for items of another class, possibly arriving later). We allow intermediate values as well with more than two options for some classes and not only two kinds of bins for a given class.
We use simple weight functions for the analysis, rather than the much more complicated tool called weight systems [22] . Weight functions are an auxiliary tool used for the analysis of bin packing (and other) algorithms (this technique is also called dual fitting). In this method, a weight is defined for each item (usually, based on its size, and sometimes it is also based on its role in the packing). If there are multiple kinds of outputs, it is possible to define a weight function for each one of them. The total weight of items is then used to compare the numbers of bins in the output of the algorithm and in an optimal solution. The list of weights of one item for different output types, also called scenarios, can be seen as a vector associated with the item. Thus, the weights can be seen as one function from the items to vectors whose dimension is the number of scenarios. Briefly, a weight system is a generalization where the weight function also maps items (or item sizes) to vectors, but in order to compute the weight of some item for a given scenario, another function, called a consolidation function, is used. This last function is a piecewise linear function (mapping real vectors to reals). The slightly simplified approach is to use convex combinations of weights according to subsets of scenarios. It has not been proved that weight systems are a stronger tool than just weights defined for the different scenarios. However, for simple weights every scenario can be analyzed independently from other scenarios. We exploit the simplicity of weight functions to obtain a clean and full analysis, which is easier to implement and verify (compared to the analysis resulting from weight systems). The main advantage is that every case is analyzed in a separate calculation using a standard knapsack solver without considering any other cases at that time. This simplicity allows us to analyze the new features that we introduce. Obviously, as these are cases for one algorithm, they have a common set of parameters, but once the algorithm has been fixed, there is no connection between the various cases.
The significance of our approach is that we combine many existing methods, including that of Babel et al. [1] (recently used by Heydrich and van Stee [11, 10] for classic bin packing), adding several new features, and applying a simple analysis, which can be verified easily. We define the action of our algorithm AH, we prove a number of invariants and properties of AH in detail, and then we provide the specific parameters and compact representations of the lists of weights. For every possible output type and scenario, there is a small number of values used for the calculation of weights for it. We also provide explicit lists of weights calculated based on the values and the parameters.
To explain the new features of our work, we start with a discussion of the design of harmonic type algorithms. Already in much of the previous work on online algorithms for bin packing, items were partitioned into classes by size. The simplest such classification is based on harmonic numbers, leading to the Harmonic algorithm of Lee and Lee [17] . In the harmonic algorithm of index k (for an integer parameter k ≥ 2), subset j is the intersection of the input and ( In these algorithms each subset is packed independently from other subsets using NF (so for j ≤ k − 1, any bin for subset j, except for possibly the last such bin, has j items, but for subset k, every bin except for the last bin for this subset has a total size of items above k−1 k ), and for k growing to infinity, the resulting competitive ratio is approximately 1.69103 [17] . The drawback of those algorithms is that bins of subsets with small values of j can be packed with small sizes of items (for example, a bin of subset 2 may have total size just above The first idea which comes to mind is to try to combine items of those two subset into common bins. However, if items of class 2 arrive first, one cannot just pack them one per bin, as this immediately leads to a competitive ratio of 2 (if no items of subset 1 arrive afterwards). Lee and Lee [17] proposed the following method to overcome this. A fixed fraction of items of subset 2 (up to rounding errors) is packed one per bin and the remaining items are packed in pairs. Thus, there are two kinds of bins for subset 2. The items we refer to here can only be sufficiently small items, so there is a threshold ∆ ∈ ( [20, 40] in all these algorithms), the last two algorithms pack some proportion of the items in groups of smaller sizes, to allow it to be combined with an item of size above 1 2 . Intuitively, for an illustrative example, assume that ∆ = 0.6, and consider the items of sizes in ( ]. The items that are not packed into groups of ten items should be packed into groups of four items (the parameters of the algorithms are different from those of this example). For some of the subsets the proportion is zero, and they are still packed using NF. The drawback of such algorithms (as it is exhibited by Ramanan et al. [19] ) is that no matter how many thresholds there are, there can be pairs of items that can be combined into bins of optimal solutions while the algorithm does not allow it as it has fixed thresholds. Specifically, such algorithms allow to combine items of different intervals only in the case that the largest items of the two intervals fit together into a bin. This is the case with the next two harmonic type algorithms as well.
The next two papers, that of Richey [20] and that of Seiden [22] deal with a more complicated algorithm where many more subsets can be combined. The general structure is proposed in [20] , and a full and corrected algorithm with its analysis is provided in [22] . For illustration, the items packed into smaller groups are called red and those packed into bins with maximum numbers of items of the subset are called blue. The goal is to combine as many bins with blue items with bins having red items as possible. Bins with red items always have small numbers of items, to allow them to be combined with relatively large items of sizes above 1 2 . The analysis is far from being simple, though it leads to a competitive ratio of at most 1.58889 (Heydrich and van Stee [11, 10] mention that this last value can be decreased very slightly).
The carefully designed subset structure eliminates many worst-case examples, but the drawback mentioned above still remains. Recently, Heydrich and van Stee [11, 10] proposed to use a method introduced by Babel et. al [1] , where some items are packed based on their exact size rather than by their subset. The approach of [11, 10] which we adopt is to apply the methods of Babel et. al [1] on the largest items, of sizes in ( ] while keeping the smallest items of such a subset to be matched with items of sizes above 1 2 (and larger items of such a subset are used to be packed into pairs), as much as possible. Prior to the work of [11, 10] , all previous algorithms for classic bin packing that partition items into classes always assumed that an item of a certain subset has the maximum size when its possible packing was examined. This method simplifies the algorithm and its analysis, but it is not always a good strategy as this excludes the option of combining items that can fit together into a bin in many cases. This approach is very different from that of AF algorithms and even from NF. Moreover, an approach similar to that of Babel et. al [1] was used in an online algorithm designed in [3] . Heydrich and van Stee [11, 10] claim a competitive ratio of 1.5815 (see a discussion regarding this in Appendix D).
In algorithm AH, we do not just have red and blue items, but we potentially allow several kinds of bins. For example, for the subset of items of sizes in ( ]. These two features are possible due to the simple nature of our analysis, and they are crucial for getting the improved bound. Note that all items of sizes in (0, In order to use just a small number of values (one or three) for each scenario, we use the concept of containers. A container is a set of items of one class (in the partition of potential inputs into items of similar sizes, called classes), and it can be complete if its planned number of items has arrived already or incomplete otherwise (but it is treated in the same way in both cases). Containers are of two types, where a container is either positive or negative, and a bin may contain at most one of each of them. The goal is to have as many bins as possible with both a positive and a negative container. Roughly speaking, positive containers have total sizes above 1 2 and negative containers have total sizes of at most 1 2 . This last statement is imprecise as in most cases we consider volumes and not exact sizes, where volumes are based on the maximum sizes for the corresponding classes. There is one exception which is containers with one item of size above 1 3 , where the exact size is taken into account (both by the algorithm and the analysis), and it is defined to be the volume. A positive container and a negative one fit together if their total volumes does not exceed 1, and does not depend only on the classes. Our positive containers and negative containers have some relation to concepts used in [22] .
In our weight based analysis, we assign weights to containers, where the number of different weights is small. Specifically, let the minimum volume of any positive container not packed with a negative container be denoted by a. We have two cases. In the simple case where all positive containers packed without negative containers have volumes of at least 2 3 (i.e., a ≥ 2 3 ), we define weights as follows. Assign weights of 1 to positive containers packed without negative containers and negative containers packed without positive containers. Since we later base our weights of items on sizes, we assign these weights of 1 to all positive containers of volume at least a and all negative containers of volumes above 1 − a. We have a variable w (0 ≤ w ≤ 1) such that other positive containers have weights of w and other negative containers have weights of 1 − w. Those weights are called the required weights of containers (the actual weights can be larger but not smaller). Given the approximate proportions of items of each class packed in every type of container, we compute a weighted average (based on the containers of every item) to define weights of items using the required weights of containers. The case where a < 2 3 is more interesting as a negative container with one item of size in ( can be packed into one bin if the total size of the two items does not exceed 1 (i.e., the volumes of their containers are the exact sizes of these two items). Thus, the exact value a is crucial and not only its class, and additionally the class and even the exact value of 1 − a play an important role. Here, for other classes we do the same as in the previous case, but for one class we perform a more careful analysis. This is the class containing the value 1 − a. For this class we define weights of items directly. We let the weight of an item of this class of size at most 1 − a be a variable u, and otherwise it is a variable v, where v ≥ u (this class is contained in ( . For the analysis, we found suitable values for the variables for all scenarios (this was done separately for each scenario), that is, for all possible values of a (the number of scenarios is still finite, as they are based on the dividing points of the algorithm, though not only on the classes). For every scenario where a < It should be noted that there are also improved algorithms based on First Fit. Yao [26] designed an algorithm where certain size based subsets are packed separately, resulting in a competitive ratio of 5 3 . Many years later, an algorithm of absolute competitive ratio 5 3 was designed [3] , which is the best possible with respect to this last measure [27] . The absolute competitive ratios and approximation ratios of other bin packing algorithms were studied as well [23, 7, 8] . The (asymptotic) competitive ratios should be compared to lower bounds on the competitive ratio. The current best such lower bound is 1.5403 [4] (see also [25] ).
Notation and definitions
Similarly to previous algorithms' definitions, AH has a sequence of boundary points that are used in its precise definition:
That is 1/2 and 1/3 are always boundary points, and there is no boundary point in (1/2, 1).
For every j, all items of sizes in the interval (t j , t j−1 ] are called items of class j. We say that a class of items (and every item of this class) is huge if j = 1, it is large if 1 < j ≤ b (these are all items of sizes above 1/3 and at most 1/2), small if b < j ≤ M , and tiny if this is the class of items of size at most t M (i.e., the last class which is the class of tiny items is class M + 1, and in general the index of a class corresponds to the index j such that t j is the infimum size of any item of the class).
Our algorithm will pack items into containers and pack containers into bins. As the algorithm is online, a container will be packed into a bin immediately when it is created, even though it may receive additional items later. In the last case, when we say that an item is packed into a container, this means that the bin containing the container receives that item. Any container will contain items of a single class, and at most two different containers can be combined (packed) into a bin. We provide additional details on combining two containers into a bin later. Every container of items that are not tiny has a cardinality associated with it, and this is the (maximum) number of items that it is supposed to receive.
Let γ j = ⌊ 1 t j−1 ⌋ for j ≤ M . For class j that is either large or small (but not huge or tiny, i.e., for values of j such that 2 ≤ j ≤ M holds), and for every i (where 1 ≤ i ≤ γ j ) there is a nonnegative parameter α ij , where 0 ≤ α ij ≤ 1. The values α ij will denote the proportions of container numbers of cardinalities i of class j items among the number of container of class j (the term proportion corresponds to the property of the sum of proportions satisfies i α ij = 1 for all j). Such containers that will eventually receive i items of class j (unless the input terminate before this becomes possible) will be called type i containers of class j. That is, intuitively if we let x denote the number of containers for items of class j, we will have approximately α ij · x type i containers each of which having exactly i items of class j. For every j such that 2 ≤ j ≤ M and every i, we let A i,j = i · t j−1 . While the values α ij are defined so far only for large and small classes, we see one huge item as a type 1 container. Note that the values of α ij are not proportions of item numbers but of container numbers for class j, and the resulting proportions of items can be computed from them (we will prove such bounds accurately later).
For classes of large items the notion of the cardinality of a container is slightly more delicate, and we will have exactly four possible types of containers. The first type is a regular type 2 container (already) containing exactly two items of this class. The second type is a declared type 2 container, where this type consists of containers for which the algorithm already decided to pack two items of this class in the container (so the planned cardinality of the container is 2) but so far only one such item was packed into the container (one of the few next arriving items of this class, if they exist, will be packed there, in which case the type will be changed into a regular type 2 container). The third is a regular type 1 container, where such a container has one item of the class and cannot ever have (in future steps) an additional item of this class (such a container will be always already combined with a container of another class that is packed into the same bin). The fourth and last type of a container of large items is a temporary type 1 container. A container of this last type currently has one item of the class but sometimes it will get an additional item of this class in future steps (and in this case its type will be changed at that time to regular type 2, its type can change to declared type 2 or regular type 1 as well, but in those cases it does not happen as a result of receiving a new item). Given a class of large items, the number of declared type 2 containers will be at most four throughout the execution of the algorithm (as we will prove below) while the numbers of containers of type 1 (of both kinds) and containers of regular type 2 can grow unbounded as the length of the input grows, though we will show certain properties on the relations between their numbers maintained by the algorithm. The set of the union of containers of regular type 2 and declared type 2 are called type 2 containers, and the set of the union of containers of regular type 1 and temporary type 1 are called type 1 containers. The parameters α 1j and α 2j of a large class j determine the approximate proportions of type 1 containers and type 2 containers, respectively.
For class M + 1 (of the tiny items), instead of the definitions above, there is a sequence of p possible upper bounds on the total sizes of items packed into containers of this class: The volume of a container of type i of class j is defined as follows: If i = 1 and 1 ≤ j ≤ b (that is, for items of sizes above 1/3), the volume of the container is the size of its (unique) item, and otherwise (i = 2 and 2 ≤ j ≤ b or i ≥ 1 and j > b) it is A i,j . That is, the volume is usually simply the largest total size that the container can occupy, but for a container that contains a single large or huge item, the volume is the exact size of the item (there is one exception where the bin already contains one large item and it is planned to contain another item of the same class). In most cases we would like the volume of a container to be known when it is created, which is possible for containers such that their planned contents are known (in the sense that for example type i containers of a non tiny class j are planned to contain i items finally). However, for large items such containers with a single item may be temporary type 1 containers, in which case there is still no planning of contents for them. In this last case, the volume of the container is the size of its unique item. However, the volume of such a container may change in the case the algorithm will decide to pack another item of the same class (no matter if it packs that other item immediately at the time of decision or whether we decide to pack such an item later) into this container and transform it into a type 2 container. The volume of a declared type 2 container of class j is A 2,j = 2 · t j−1 (the volume is based on its complete contents, no matter whether they are present already or not, as it is the case for classes of small or tiny items).
We say that a container is negative if its volume is at most 1/2 and otherwise it is positive. Obviously, two positive containers cannot be packed into one bin. We will also not pack two or more negative containers into a bin together. Thus, a bin containing two containers will contain one positive container and one negative container, and no bin will contain more than two containers.
Algorithm AH
The algorithm AH which we define next will pack items into containers and pack containers into bins according to rules we will define. Recall that the packing of containers into bins will be such that every bin will have at most one positive container and at most one negative container. Obviously, a bin is nonempty if it has at least one container and at most two containers. We say that a nonempty bin is negative if it has a negative container and does not have a positive container, it is positive if it has a positive container and does not have a negative container, and it is neutral if it has both a negative container and a positive container.
It is unknown whether a temporary type 1 container will eventually be positive or negative. Therefore, such a container will not be combined in a bin with another container as long as its type is not changed. Moreover, it is seen as a negative container until it changes its type (so its bin is negative as long as the container is of temporary type 1). Specifically, it remains a negative container if a positive container joins it (and its bin becomes neutral), and in this case it becomes a regular type 1 container (and remains negative), and it becomes a positive container if its type changes to type 2. It can also happen that a temporary type 1 container will remain such till the termination of the input and the action of AH (and its bin remains negative). It is important to note that the difference between regular type 1 containers of a large class and temporary type 1 containers of the same class is that each of the former containers is already packed into a bin with a positive container (of some class), while the latter are not packed with other containers (in fact, the corresponding items are placed into their own bins, one item per bin).
For every class j, we denote by n j the number of containers of class j. Let n ij denote the number of containers of type i of class j. We also let N j denote the number of items of class j at that moment. We often consider the values n j and n ij just prior to the packing of a new item, when N j was already increased but the new item not packed yet so the values n j and n ij are not updated yet.
We say that two containers fit together if their total volume is at most 1. In what follows, when we refer to packing an item e -or more precisely, packing a container containing e (which was just created and therefore contains only e) into existing bins using Best Fit -we refer to packing e (or the container containing e) into the bin with a container of largest volume where the existing container and e (or the container containing e) fit together. For the original version of Best Fit, actual sizes are taken into account, but here we base this rule on volumes (as for a container with a single large or huge item the volume is equal to the size of the item, if we select one such container among a set of this last kind of containers, our action is equivalent to the standard application of Best Fit).
Next, we define the packing rules of the algorithm when a new item of class j arrives. The algorithm is defined for each step, based on the class of the new item.
A huge item. Recall that a huge item is immediately packed into a positive container containing only this item. Use Best Fit (applied on volumes, as explained above) to pack the created container into an existing bin, out of existing negative bins, such that the two containers (the new one with the huge item and the negative one of the negative bin) fit together. The only case where the new huge item joins a bin with a large item of some class j ′ is the case where the container of class j ′ is a temporary type 1 container, and in this case the type of this container of class j ′ is changed into regular type 1. If no bin can accommodate the container of the new item according to those packing rules, that is, for every negative bin, the total volume together with the new item is too big (or there is no negative bin at all), then use a new bin for the positive container of the new item (this new bin becomes a positive bin).
An item of a class of small or tiny items. For these classes we define the concept of an open container. Informally, an open container (of class j) can receive at least one additional item of class j. As a new container is introduced in order to pack an item, any container (of any type and class) already has at least one item of the corresponding class. If b < j ≤ M , an open type i container of class j is one where the total number of the items in the container is strictly smaller than i. Once such a container receives i items, it is closed. For j = M + 1, a type i container of this class will be open starting the time it is created and while the total size of items in it is positive and at most A i,M +1 − t M . Once it reaches a total size above A i,M +1 − t M , it will be closed. For all cases of packing a small or tiny item, a new container of some class will be used only if there is no open container of the same class, and thus, in particular, there will be at most one open container for each j (and the corresponding value of i will always be one such that α ij > 0). When a new item of class j (such that j > b) arrives, if there is an open container of some type i of class j, then pack the item there (there can be at most one such container, so there are no ties in this case). Otherwise, open a new container for it (the details of the type are given below). After packing the new item into the container (and packing its container into a bin if it is a new container), close the container if necessary, based on its type and the rules above.
In the case that a new container is used for the item, we define the process of packing the item in more detail. Prior to packing the item, we define the type of the new open container. As the item is not packed yet, n j is the number of containers of class j excluding the container opened for the new item. Find the minimum value of i such that α ij > 0 and so far there are at most ⌊α ij · n j ⌋ type i containers of class j (i.e., n ij ≤ ⌊α ij · n j ⌋, where the values n ij do not include the new container which will be opened). Such an index i exists as otherwise there are more than n j containers of class j. More precisely, since i α i,j = 1, there is always a value of i satisfying that α ij > 0 such that so far we opened at most ⌊α i,j · n j ⌋ type i containers of class j. Open a new type i container of class j containing the new item (increasing both n j and n ij ). Observe that this opening of a new container defines its volume as well as whether it is a positive container or a negative container.
Next, we decide where to pack this new container. First consider the case where this container is a negative container. Then, if there is a positive bin, such that the new container fits into the bin according to its volume, then use that bin to pack the new container. This last case includes the possibility that the positive container is a type 2 container of a large class (regular or declared). If there are multiple options for choosing a bin, one of them is chosen arbitrarily.
Otherwise (there is no positive bin where the new negative container can be added), the algorithm checks the option of using a bin with a temporary type 1 container of some class of large items. Assume that there is a negative bin B such that the following two conditions are satisfied. The first condition is that the bin B has a temporary type 1 container of class j ′ such that a positive container of class j ′ (with two items) will fit together with the new (negative) container. The second condition is that there are at most ⌊α 2j ′ · n j ′ ⌋ − 1 type 2 containers of class j ′ (before the packing of the new item is performed). Then, pack the new negative container into B, and define the container of class j ′ packed into B as a declared type 2 container. This last container of class j ′ will get one of the next items of class j ′ that will arrive, which will happen before any new container is opened for any new class j ′ item, see below. If there are multiple options for choosing B, one of the classes of large items is chosen arbitrarily (among those that can be used), and a temporary type 1 container of this class with maximum volume is selected, i.e., we use Best Fit in this case. This last packing step is possible as a temporary type 1 container is never packed with another container into a bin (if another container joins it, its type is changed).
Otherwise (if there is no suitable positive bin and no class of large items has a suitable temporary type 1 container that can be used under the required conditions), pack the new negative container into a new bin.
Finally, consider the case where the new container is a positive container. Then, if there is a negative bin whose container is not a temporary type 1 container, such that the new container fits together with it, then use such a bin to pack the new container. Otherwise, if there is a temporary type 1 container with one large item of a class j ′ where the new container fits, then pack the new positive container into this bin and define the container of class j ′ in this bin as a regular type 1 container. The class j ′ can be chosen arbitrarily if there are multiple options, and among the temporary type 1 containers of class j ′ , one of maximum volume (out of those that can be used) is selected, i.e., once again we use Best Fit. Otherwise, pack the new positive container into a new bin.
A large item of a class j. If there is a declared type 2 container of class j, pack the item there (as a second item) and change it into a regular type 2 container (breaking ties arbitrarily). This packing rule is checked first, and we apply it whenever possible. We continue to the other cases in the situation where there is no such declared type 2 container.
If the number of type 2 containers equals ⌊α 2j · n j ⌋ (that is, we should not increase the number of type 2 containers at this stage), then pack the new item into a new negative container. To pack the container into a bin, do as follows. If there is a positive bin where the new negative container fits, then use Best Fit to pack it as a regular type 1 container of class j (its volume is defined accordingly as the size of the new item) together with a positive container (this positive container is not of large items, as three large items cannot be packed into a bin together). Otherwise the new container is packed into a new bin, in which case it is defined to be a temporary type 1 container.
Otherwise (that is, the number of type 2 containers is strictly smaller than ⌊α 2j · n j ⌋), we will increase the number of regular type 2 containers or the number of declared type 2 containers of this class in the current iteration as follows. If there is a negative bin B where a type 2 container of class j fits, then pack the item into a new declared type 2 container of class j and pack this container into this bin B. Otherwise, if there is a temporary type 1 container of class j, then we pack the new item using Best Fit (considering only temporary type 1 containers of class j, and selecting such a container of largest volume) and change the type of this container into a regular type 2 container. Otherwise (all containers of class j are either regular type 1 or regular type 2, we should increase the number of type 2 containers, and a new container with two items of this class cannot be packed into an existing bin), we open a new declared type 2 container for the new item and open a new bin for this declared type 2 container (and pack it there).
The value α 2j is strictly positive for every large class j (as packing every item of a certain large class in its own bin will lead to a competitive ratio of 2 for inputs consisting only of such items). However, there may be values of j (2 ≤ j ≤ b) for which α 1j = 0. In those cases, the algorithm above is still applied. Moreover, in those cases it could happen that there will be a constant number of type 1 containers for class j, as we prove below (the general proof is valid in the case α 1j = 0 too).
Remark 1 Note that the change of types of containers (of large classes) is a unique and delicate feature of AH. While the change of a declared type 2 container into a regular type 2 container when a new item is packed into this container, can be described also by previous approaches, our rules for changing the type of temporary type 1 containers are new and particularly important. We summarize those rules as follows. Furthermore, in all these cases, we pack the new container or large item using Best Fit. That is, we pick the largest temporary type 1 container where the new container or new item fits.
Note that there are, however, previous papers where it was not always decided in advance whether for a class of items for which a bin can contain at most two items of this class, the bin will contain one item or two items. In [1] , in the studied problem a bin can never contain more than two items, so there are just two classes of items, larger items of sizes above 1 2 , and the smaller items, which are all other items. In the algorithm of [1] , whenever a new smaller item is to be packed with another smaller item, Best Fit is applied. However, in [1] there is no concept of packing other kinds of items into such bins (as according to their model, those bins already have the maximum number of items). In [11, 10] the difficulty of deciding whether large items should be packed in pairs or alone (in order to be packed with items of other classes) is solved in a slightly different way; there is a provisional decision (so for some large items it is decided that they will be packed in pairs and for others that they will be packed alone). The final decision is set after a sufficient number of items of the class have arrived. If in the meantime some items were combined with items of other classes, for those items the decisions are final. After sufficiently many items arrive without other items being combined with them, a decision is made for all this large set at once.
Remark 2 Consider a large class j. Consider an iteration ℓ of the algorithm, i.e., the arrival of the ℓth input item, which is not necessarily of class j. Assume that as a result of packing the ℓth item a given container of class j becomes a type 2 container. That is, this last class j type 2 container either did not exist before the current step, or it was a type 1 container prior to this iteration. Assume also that this container is not packed with a negative container in a bin. Then, the ℓth item is of class j.
Analysis 4.1 Properties of the packing of positive and negative containers
In the analysis, we see a pair of a negative container and a positive container, packed together in a bin, as matched to each other, and each one of them is seen as matched (while every container packed into a bin without another container is unmatched). Our next goal is to prove the properties of this matching. Let a ′ = 1−s min /2 where s min is the smallest item size in the examined input, and let a be the smallest volume of a positive container that is unmatched, if it exists. If no unmatched positive container exists, let a = a ′ . If a > a ′ , decrease the value of a to be a ′ . A simple property of the algorithm is that it tries to match a positive container and a negative container whenever possible.
Lemma 3 Consider some time during the execution of the algorithm, just after an item has been packed. If there exists at least one positive bin and at least one negative bin, let θ neg denote the smallest volume of any container of a negative bin and let θ pos denote the smallest volume of any container of a positive bin. Then, θ neg + θ pos > 1.
Proof. For a negative container of a large class, its volume is above 1 3 , and for a positive container of a large class, its volume is above 2 3 . Thus, if both containers are of large classes, we are done. It is left to consider several cases, based on whether one of the containers is of a large class (this can be the negative container or the positive container, or none of them), and on which of the two containers was created first (in the case of a positive container of a large class, we also need to consider the time when this container changes its type to type 2).
If none of the two containers is of a large class, by the rules of packing a new container of a class that is tiny, small, or huge, a new positive or negative container is packed into an empty bin only if the total volume of the new container and the container in any relevant bin (a relevant bin is a positive bin if the new container is negative, and it is a negative bin if the new container is negative) is above 1.
If the negative container is of a large class, then since its bin is negative until the current time, it is of temporary type 1 until the current time. If the positive container was created after this negative container, then as it was not combined with the negative container of the large item, their total volume is above 1. Otherwise, when the temporary type 1 container was created, it was not possible to combine it with a positive container, and therefore the total volume is above 1 in this case as well.
If the positive container is of a large class, it is of type 2, and we consider three cases. If the container of the large class becomes of type 2 before the time when the negative container is created, then it is already a positive container when the negative container is created, and therefore by the packing rules their total volume is above 1. Assume now that the negative container was created before the time when the type 2 container was defined as type 2 (either by changing its type from a temporary type 1 container to type 2, or by the creation of a new declared type 2 container). A temporary type 1 container becomes of type 2 without being combined with a negative container only in the case where no negative container that can be combined with a type 2 container of this large class exists. A new declared type 2 container is packed into a new bin only if there is no negative container in a negative bin such that they could be packed together. Thus, in all three cases the total volume of the two containers is above 1.
Lemma 4 Every type 1 container of a large class j, where its unique item has size no larger than 1 − a is combined with a positive container in the output, and in particular, all such containers are of regular type 1 in the output.
Proof. If a = a ′ , the claim is trivial. Otherwise, by the definition of a, there is a positive container that is not packed with a negative container, whose volume is a. Thus, at termination, by Lemma 3 there are no negative containers of volumes at most 1 − a that are not combined with positive containers. For classes of large items, negative containers that are not combined with another container into the same bin are only temporary type 1 containers (recall that a declared type 2 container is a positive one). Thus, there may be regular type 1 containers for large classes of all possible volumes (that are combined with positive containers), and there can be temporary type 1 containers of volumes strictly above 1 − a (but not smaller) that are not combined with positive containers.
Then, by Lemmas 3 and 4, every negative container of volume at most 1 − a is matched, and every positive container of volume strictly smaller than a is matched (by the definition of a).
The set of scenarios
We define a finite set of scenarios according to the value of a so that in particular the index of the scenario will reveal the class that contains the value 1 − a and so that the index of the scenario will determine for each container containing at least two items (of the class of the container) the relation between the volume of this container and the values of a and 1 − a.
To do that we define a set of values V as follows.
The analysis is based on the value of (x, y], where the motivation is that given this value, it is known exactly which positive bins we may have (excluding containers with one item which is large or huge, for which the volumes are not limited to those in V ). We define the index k of the threshold class to be the value of k such that (x, y] ⊆ (t k , t k−1 ]. As V and V ′ contain values that are not in {t 1 , t 2 , . . . , t M }, it is possible that x > t k or y < t k−1 or both.
The analysis process in the remainder of this paper is performed for every possible value of (x, y], and the overall asymptotic competitive ratio is the maximum value of R resulting in the next procedure for a given value of (x, y] . That is, we analyze the algorithm with respect to all possible scenarios (where there is a large number of scenarios, but they can be analyzed independently given the parameters of the algorithm), and as it is not known in advance which scenario will occur, a worst-case assumption is applied.
Defining the weight function via a linear program
The first step for analyzing each scenario is to obtain a good weight function for the scenario, in the sense that the analysis will be as tight as possible and can be done using a computer assisted proof within a small running time. The weight function defines size based weights for values in (0, 1]. The goal is to define weights such that the cost of the algorithm is roughly the total weight of all input items (formally, the total weight should be at least the number of bins minus a constant c independent of the input), and if the target competitive ratio is R, the cost of an optimal solution is at least the total weight divided by R (this can be proved by showing that no bin can contain items of total weight above R). Then, for an input I, letting w(I) denote its total weight, (and as defined above, letting OP T (I) the optimal cost for I, and A(I) the number of bins used by A), we will have A(I) ≤ w(I) + c, OP T (I) ≥ w(I) R , which shows that A(I) ≤ R · OP T (I) + c. This last argument is the standard argument for weight functions based analysis. In [22] generalizations of weight functions were used, but we just use the approach of [13, 14, 15, 17, 19] .
In order to define a suitable function, we will solve a linear program defined below (this linear program has only four variables w, u, v and R, and in some cases it actually has only two variables w and R). More precisely, we will provide a feasible solution for this linear program that is very close to the optimal one (but we only use its feasibility and do not prove that it is almost optimal). The weights of specific sizes will be based on the values w, u, v (or just on w, if the others are undefined), and on some of the parameters of the algorithm (the α ij values for the given class). The variable w will be required to satisfy 0 ≤ w ≤ 1. For u and w, we also require 0 ≤ u, v ≤ 1, for the scenarios where these variables are defined.
The (minimum) required weight of a container
We say that a class is basic if it is a small or tiny class, and also if it is a large class that is not the threshold class. Thus, if the threshold class is a large class it is not basic, and otherwise it is basic. We define a quantity for each container. This quantity will be called the required weight of the container, and its goal is to introduce a uniform value such that weights of items are defined based on these values, in order to satisfy all requirements. This quantity is defined for any basic class and for the class of huge items. If the threshold class k is a large class, we keep this quantity undefined for that class. In all other cases it is defined as follows.
For a positive container of volume at least a, the required weight of the container is 1. Note that this means that the weight of a huge item of size at least a will be 1, and for every other positive container of volume at least 1 − x, we will ensure a weight of 1 for the container. Recall that for any positive container that is not a container of a huge item (for which the volume is the exact size of the item), its volume is an element of V . For a positive container of volume in the interval (1/2, a) , the required weight of the container is denoted as w. This will be a decision variable of the forthcoming linear program. Thus, for a positive container of a class of items that are not huge, the required weight of the container is w if its volume is at most 1 − y and the required weight of the container is 1 if its volume is at least 1 − x (and there are no containers of volumes in (1 − y, 1 − x) , except for possibly containers of huge items). The last definition does not depend on the exact value of a but it depends on the scenario index. However, for a container of one huge item, its required weight depends on the exact value of a (and the size of the huge item). The reasoning is that a positive container of volume at least a may be packed into a positive bin, while other positive containers are packed in neutral bins.
Next, we consider negative containers. The intuitive definition of the required weight of a negative container is that it is 1 if we cannot guarantee that it is matched to a positive container, and otherwise it is 1 − w.
Formally, we partition the definition of required weight of a negative container to the following cases.
Assume that a ≥ 2/3. Here, the threshold class is of small or tiny items (it is a basic class). For a negative container of volume in the interval (1 − a, 1/2], the required weight is 1. Since 1 − a ≤ 1/3, this also means that the required weight of a negative container of volume larger than 1/3 is 1. The required weight of the negative containers of volume in the interval (0, 1 − a] is 1 − w. All containers of volume at most 1 − a are of small or tiny items, and their volumes are in V . Thus, no negative container has volume in the open interval (x, y) (but there might be negative containers with volume x or volume y), and thus we can refine the statement of the required weight of a negative container in this case as follows. For a negative container of volume at least y, the required weight is 1, while for a negative container of volume at most x, the required weight is 1 − w.
Assume that a < 2/3. Here, the threshold class k is of large items (and it is not basic). Recall that the required weight of a container of a large class is defined for all large classes except for k.
For a negative container of volume in the interval (1 − a, 1/2], the required weight is 1. The required weight of the negative containers of volume in the interval (0, 1 − a] is 1 − w. This last rule can be stated in terms of x and y for a negative container of a class that is not the threshold class. For such negative container, we define the required weight of the container to be 1 − w if its volume is at most x, and otherwise its required weight is 1. The threshold class (for this case where it is not basic) is discussed later in more detail.
The (amortized) weight of an item.
In order to define weights of items, for each class separately, we will define the weight of an item of this class in an amortized way that ensures that the sum of the weights of items of this class will be approximately the sum of the required weights of (all) its containers (excluding a constant number of such containers per class). The weight of an item in the threshold class (if it is not basic) will be defined without using the required weight of the containers of this class.
For a huge item, since its container is always a positive container, its weight is 1 if its size is at least a and w if it is smaller than a.
Consider next classes of items that are not huge. For a basic class j, we let r x,y (i, j) be the required weight of a type i container of class j (recall that we deal with a specific scenario defined by (x, y]). Note that r x,y (i, j) ∈ {w, 1 − w, 1}, and we have already defined this value for every possible values of x, y, i, j such that j = k or j = k > b. For such an item of a non tiny class j, let the weight of the item be
This term is the ratio between the average required weight of a container of this class and the average number of items in a container of this class. As r x,y (i, j) ≤ 1 for all x, y, i, j and i ≥ 1, we get ω j ≤ 1 for all basic classes j ≤ M . Similarly, for j = M + 1, we define the weight of an item of this class to be its size multiplied by
.
The parameters will always be chosen such that ρ ≤ 2, as otherwise the value of the competitive ratio will exceed 2. In order to define the weight of items of the threshold class k for scenarios where it is not basic (this means that 1/3 < 1 − a < 1/2), we introduce the last two decision variables u and v (these are decision variables of the linear program below, and together with w and the competitive ratio value R for this scenario this will conclude the introduction of the decision variables). For such an item, we let its weight be u if its size is at most 1 − a and otherwise its weight is v. We will impose the constraint u ≤ v.
Intuitively, we can see the output as if for every type 1 container of this class we have a collection of
(fractions of) containers of type 2 associated with it (as this is the ratio between the fractions of containers of the two types out of the total number of containers of class k), such that one of the following conditions hold:
The first option is that the type 1 container is a regular type 1 container and it is matched to some positive container. For this case we assume that its weight is u and each item in the associated type 2 containers has weight u, however the additional weight of w of the positive container (the one that is matched to the type 1 container, where we do not know its class) helps us to obtain a sufficient total weight, which is the total number of bins. Our actual claim will be simpler and this discussion is provided just to motivate the constraints (a full set of properties and proofs is given later).
That is, we will have the constraint
As α 1k + α 2k = 1, this inequality is equivalent to
Otherwise, that is, the type 1 container is not matched to a positive container (and thus it is a temporary type 1 container). In this case, the item of this type 1 container is of size larger than 1 − a, and moreover (as we formally justify below) every container of type 2 in its associated containers of type 2 satisfies either that it has (at least) one item of size larger than 1 − a or it is matched to a negative container. In our constraints we consider (only) the two extreme cases where all associated containers of type 2 are of a common case (as the constraint for every intermediate case is a convex combination of the two extreme constraints that we explain now). For the first case where all associated containers of type 2 (as well as the type 1 container) have at least one item of size larger than 1 − a, we have the constraint
This inequality is equivalent to
For the other case where every type 2 container is matched to a negative container and the type 1 container has an item of size larger than 1 − a, we have the constraint
The last inequality is equivalent to
We impose all the constraints (1), (2), (4), and (6) to ensure that we allocate sufficient weight in all cases. While we presented these constraints using a pictorial fractional allocation of type 2 containers to the type 1 containers, our proof is not based on such arguments. We will prove that these constraints are sufficient to guarantee that the resulting weight function satisfies that the cost of the algorithm is at most the total weight of the items plus a constant (which is independent of the input) for each scenario.
The linear program
In addition to these four constraints (1), (2), (4), and (6) (ensuring that this is indeed a valid weight function, as we show below), we have the knapsack constraints expressing the following properties.
For every subset of items that can fit into one bin, the total weight of the items is at most R. Next, we elaborate further on these knapsack constraints. We intend to ensure that the total weight of items in any bin in an optimal solution is at most R. To do this, we consider every possible subset of items that may fit into a bin, and for each non tiny item we replace its size by the infimum size of an item of the same weight. The resulting set of non tiny items has total size strictly smaller than 1. We may consider only sets with total size strictly smaller than 1 and not sets with total size of exactly 1 as the infimum size of an item of the same weight is never attained (except for one special case, see below), and thus for every nonempty set of such items we can strictly decrease the total size of the items in the set and obtain another set of the same weight and smaller size. There is one case where the minimum is attained, which is a huge item of size a. For decreasing the total size of items strictly below 1 it is sufficient for the bin to have at least one other non tiny item, and if the huge item of size a is the only non tiny item of a bin, its size is already below 1. We will consider sets of non tiny items, and to find an upper bound on the total weight that could result from this set, we add to the multiset of items sand of (strictly) positive total size consisting of an arbitrary set of tiny items of total size that equals 1 minus the total size of the multiset of items we consider.
Any set of non tiny items (of total size strictly below 1) belongs to one of the following cases:
1. Assume that there is a huge item of size at least a in the set. Such a set of items contains (beside the huge item) only items smaller than 1 − a, of total size below 1 − a. Thus, the remaining items have total size below y (and in the calculation of total weight we will obviously take into account the huge item, whose weight is 1). If class k is large, the set could possibly contain an item of size in (t k , t k−1 ], but such an item has size smaller than 1 − a ≤ y, so its size is in (t k , 1 − a]. We define a set of sizes with weights, where the set is called ∆, such that for every set of non tiny items of sizes in (t M , 1 − a], there is a multiset of items of ∆ of the same weight, such that its total size is not larger. The set ∆ consists of all sizes t j for k ≤ j ≤ M . The weight of t j for k + 1 ≤ j ≤ M is defined to be the weight of an item of size in (t j , t j−1 ]. If k is a basic class, the weight of t k is defined to be the weight of an item of size in (t k , t k−1 ], and otherwise (k is a large class), the weight of t k is defined to be u. Given a set of items of sizes in (t M , 1 − a] of total size below y, replacing any item whose size is in (t j , t j−1 ] with an item of size t j results in a total size that is not larger than the original total size, and it has the same weight. Given a set of items of sizes in (t M , 1 − a] of total size z < y and a set of tiny items of total size y − z, we obtain a set of items that has a weight that is no larger than the weight of the corresponding multiset of items of ∆, whose total size is z ′ ≤ z plus tiny items of total size y − z ′ ≥ y − z ≥ 1 − a − z. Thus, we can consider multisets of items of ∆ instead of arbitrary sets of non tiny items, and an upper bound on the weights of such multisets together with tiny items, such that their total size is exactly y (plus the weight 1 of the huge item) is an upper bound on the total weight of any packed bin with a huge item of size at least a.
2. Assume that there is no huge item of size at least a in a considered set of items. In this case, the total sizes of sets of non tiny items should be below 1, and no item has size of a or more. The set ∆ consists of all values t j for j = 1, 2, . . . , M , and the value x is included as well if k is a large class (unless x = t k ). For any other class j = 1, k and also for j = k if k is not a large class, the weight of an item of size t j of ∆ is equal to the weight of an item of size in (t j , t j−1 ]. Assume that k is a large class. In this case another two elements of ∆ is an item of size t k and weight u, and an item of size x and weight v. If t k = x, there is only one additional element whose size is t k = x and whose weight is v (since u ≤ v). The choice of the weight of x is based on the property that an item of size in (t k , t k−1 ] either has weight of v or of u ≤ v. The weight of an item of size t 1 = 1 2 in ∆ is w (as every item of size above 1 2 has at least this weight).
In this case, we consider all multisets of items of sizes t j for 1 ≤ j ≤ M and x, where a set of tiny items whose size is the complement to 1 is added for the purpose of weight calculation of a multiset. Once again the resulting value for ∆ is an upper bound on the value we would like to compute for the original items (as we may have increased the weight of some items from u to v, and the total size of tiny items may have increased).
This provides us with two knapsack problems for each scenario, one resulting from case 1 and the other from case 2. In the first one, the target total size is y (such that the total size of items of ∆ is strictly below y), and the upper bound on R is 1 plus the upper bound on the weight of the multiset of items of ∆ plus tiny items complementing the total size to y. In the second one, the target total size is 1 (such that the total size of items of ∆ is strictly below 1), and the upper bound on R is the upper bound on the weight of the multiset of items of ∆ plus tiny items complementing the total size to 1. Under a worst-case assumption, we calculate the maximum of the two values for each scenario (and then the maximum of the upper bounds for all scenarios).
Some properties of the algorithm
We state and prove a number of properties, where some of these properties were mentioned above. The goal of this section is to prove formally that the weight function we define (for the given scenario (x, y]) is indeed a valid weight function.
Bounding the number of containers of each type
We will bound the number of containers of each type in terms of the number of items of the class for small and large items, and in terms of total size for tiny items.
Our first goal is to bound the values of n 2j and n 1j for a large class j in terms of the number of items of class j. To do that, we use the fact that large items can be packed in type 1 or type 2 containers, and thus for such a class j, there are only two values of α, namely, α 1j and α 2j (whose sum is 1). All values are analyzed just after an item has been packed or just before any item arrived. All properties proved in this section for a large class j hold even if α 1j = 0.
Lemma 5 For any large class j, at any time just after an item was packed, n 2j ≤ ⌊α 2j · n j ⌋, and n 1j ≤ ⌊α 1j · n j ⌋ + 2.
Proof. We use induction. Initially, n j = n 1j = n 2j = 0 and the two properties hold.
Consider the kind of all possible modifications in the set of containers of class j. In the proof we use n j , n 1j , and n 2j for the values before a modification and n ′ j , n ′ 1j , and n ′ 2j for the values after the modification. Thus, we will show n ′ 2j ≤ ⌊α 2j · n ′ j ⌋, and n ′ 1j ≤ ⌊α 1j · n ′ j ⌋ + 2 (assuming that n 2j ≤ ⌊α 2j · n j ⌋, and n 1j ≤ ⌊α 1j · n j ⌋ + 2 hold before the modifications). The first kind of modifications is the result of the arrival of a new item of class j. In this case, the following actions of the algorithm are possible. The first one is that the new item is added to a declared type 2 container to become a regular type 2 container. In this case neither the number of type 2 containers of class j nor the total number of containers for this class change (so n ′ j = n j , n ′ 1j = n 1j , and n ′ 2j = n 2j ). The next option is where n 2j = ⌊α 2j · n j ⌋ and we will not place the new item into a type 2 container. In this case a new container of type 1 is formed, and as n ′ j = n j + 1 and n ′ 2j = n 2j , we find
= α 1j n j + 2 < ⌊α 1j n j ⌋ + 3 (and therefore n ′ 1j ≤ ⌊α 1j n j ⌋ + 2, as both the first and the last expressions in the sequence of inequalities are integral).
Finally, if n 2j ≤ ⌊α 2j · n j ⌋ − 1, there are two options where we might put the item into a type 2 container. In the first option, one new (declared) type 2 container is created, and we have n ′ 2j = n 2j + 1, n ′ 1j = n 1j , and n ′ j = n j + 1. In this case, we have n
In the second option, a (temporary) type 1 container is transformed into a (regular) type 2 container, and in this case, n ′ 2j = n 2j + 1, n ′ 1j = n 1j − 1, and n ′ j = n j . In this case, we have n ′ 2j = n 2j + 1 ≤ (⌊α 2j · n j ⌋ − 1) + 1 = ⌊α 2j · n j ⌋ = ⌊α 2j · n ′ j ⌋, and n ′ 1j = n 1j − 1 ≤ ⌊α 1j · n j ⌋ + 2 = ⌊α 1j · n ′ j ⌋ + 2. A possible second kind of modifications is a result of the arrival of a small or tiny item. In this case, the change can be that a temporary type 1 container of class j becomes a declared type 2 container, or that a temporary type 1 container of class j becomes a regular type 1 container. In the latter case there is no change in the numbers of containers of types 1 and 2. In the former case, n ′ j = n j , and the change is performed only if n 2j ≤ ⌊α 2j · n j ⌋ − 1 (see Remark 1 for the summary of the relevant steps of the algorithm). In this case n ′ 2j = n 2j + 1, n ′ 1j = n 1j − 1, and such a situation was already considered.
Corollary 6
For any large class j, at any time just after packing an item, n 2j ≥ α 2j · n j − 2. Additionally, n 1j ≥ α 1j · n j .
Proof. By Lemma 5, n 2j = n j − n 1j ≥ n j − (⌊α 1j · n j ⌋ + 2) ≥ n j − α 1j · n j − 2 = α 2j n j − 2, and n 1j = n j − n 2j ≥ n j − ⌊α 2j · n j ⌋ ≥ α 1j n j .
Recall that N j denotes the number of items of class j (that arrived so far). We next bound the number of containers of a large class j in terms of N j .
Lemma 7 During the action of the algorithm, for any large class j, it holds that n j ≤ N j 1+α 2j
, where β is the number of declared type 2 containers at this time.
Proof. Initially n j = N j = β = 0 and the two inequalities hold. A new container of class j may be created when a new item of this class arrives, that is, when N j increases (but a new item of class j does not always cause the creation of a new container, as in some cases it is packed into an existing container for this class). No existing containers can be destroyed, and therefore we only consider an arrival of an item of class j. Assume that item i of class j has just arrived and packed. Let n j , n 2j , n 1j , N j , and β be the values of these variables prior to the arrival of i and let n ′ j , n ′ 2j , n ′ 1j , N ′ j , and β ′ be their values after the arrival and packing of i, and thus, N ′ j = N j + 1. Furthermore, if a new container is created, then n ′ j = n j + 1 and otherwise n ′ j = n j . Consider the first inequality. If n ′ j = n j , we are done. Since the option of adding the new item into a declared type 2 container is tested first, the creation of a new container means that there were no such declared type 2 containers prior to the arrival of item i. Thus, just before i is presented to the algorithm, every type 2 container has two items. We have N j = n 1j + 2 · n 2j = 2n j − n 1j . By Lemma 5, n 1j ≤ α 1j · n j + 2, and therefore
Consider the second inequality. We prove this inequality directly (i.e., without induction). We have N j = n 1j + 2 · n 2j − β, due to the numbers of items in the different types of containers. By Lemma 5, n 2j ≤ α 2j n j , and we have N j = n j + n 2j − β ≤ n j (1 + α 2j ) − β. The inequality results from rearranging.
Corollary 8 During the action of the algorithm, for any large class j, it holds that n 2j ≤ α 2j · (
) − 2, and n 1j ≥ α 1j · (
Proof. The inequalities follow from Lemma 5, Corollary 6, and Lemma 7 using β ≥ 0.
Lemma 9
For every large class j, there are at most four declared type 2 containers at each time.
Proof. Assume by contradiction that at a given time there are at least five declared type 2 containers of class j. Then, using the numbers of large items of class j in all four types of containers for this class, N j ≤ 2 · n 2j + n 1j − 5 = n j + n 2j − 5. Using Lemma 7 and Corollary 8, we have
Next, we consider the case where j is a small or a tiny class.
Lemma 10 For any class j of small items, there is at most one value i (such that α ij > 0), for which there is a container of class j and type i with less than i items, and there is at most one such container (and for any i ′ = i, every container of class j and type i ′ has exactly i ′ items). For the class of tiny items, there is at most one value of i for which there is a container of class j and type i with total size at most A i,M +1 − t M , and there is at most one such container (and for any i ′ = i, every container of class j and type i ′ has a total size larger than 
Analysis of the total weight of bins of the algorithm
Our analysis is partitioned into two cases. We first analyze the total weight of items that are packed in bins containing containers of the threshold class (assuming it is not a basic class, otherwise there is no special analysis for this class). We consider all other bins afterwards.
Bins containing containers of the threshold class
We start with the analysis of bins containing containers of the threshold class, for the case where the threshold class is a large class.
Consider the threshold class k and assume that it is a large class. We say that a temporary type 1 container of this class is smaller if its volume is at most 1 − a, and that it is bigger if its volume is above 1 − a. We note that smaller temporary type 1 containers do not exist at termination, but we will analyze arbitrary times during the execution of the algorithm.
For this class, we use the following notation for the analysis. Let ν(i) denote the number of containers of class k after i items have arrived (and have been packed, this time is called time i). Out of those containers, let ν 1 (i) and ν 2 (i) denote the numbers of containers of types 1 and 2, respectively (so that the assignment of item i is based on n ℓk = ν ℓ (i − 1) for ℓ = 1, 2, and ν(i) = ν 1 (i) + ν 2 (i)). Furthermore, let ν r 1 (i), ν ts 1 (i), and ν tb 1 (i), denote the numbers of regular type 1 containers of class k, smaller temporary type 1 containers of class k, and bigger temporary type 1 containers of class k, respectively, after item i has been packed (so ν 1 (i) = ν r 1 (i) + ν ts 1 (i) + ν tb 1 (i)), and let ν d 2 (i) and ν r 2 (i) denote the numbers of declared and regular type 2 containers of class k, respectively, after item i has been packed (so ν 2 (i) = ν d 2 (i) + ν r 2 (i)). Let τ be the minimum index of an item such that for any i > τ , ν tb 1 (i) > 0 (note that the bigger temporary type 1 container created at time τ + 1 may change its type later on, we only guarantee that there will always be a bigger temporary type 1 container at all times after τ ). Letting µ denote the total number of items in the input, and we use τ = µ if at termination there are no bigger temporary type 1 containers of class k (i.e., if ν tb 1 (µ) = 0). Since (as argued above) at termination there are no smaller temporary type 1 containers, ν tb 1 (µ) = 0 means that all type 1 containers of the output are regular type 1 containers (this special case can be analyzed more easily, but it will be included in the general analysis). The case τ = 0 is possible, and in this case there is always a bigger temporary type 1 container of class k.
Consider the case τ < µ, that is, there is at least one additional input item after item τ . By the definition of τ , item τ + 1 is of class k, its size is above 1 − a, and a temporary type 1 container is created for it. Assume that there exists at least one smaller temporary type 1 container of class k after item τ has been packed. All the smaller temporary type 1 containers existing after item τ is packed will exist also after item τ + 1 has been packed. In the next lemma we show that all these containers will become regular type 1 containers.
Lemma 11 Consider a smaller temporary type 1 container of class k existing at time τ . This container will become a regular type 1 container before termination (and in particular it will not become a type 2 container).
Proof. As there are no smaller temporary type 1 containers at termination, this container changes its type some time during the arrival of items τ + 2, . . . , µ. We will show that it does not become a type 2 container. In all cases where a temporary type 1 container becomes a type 2 container (no matter whether it becomes a regular type 2 container or a declared type 2 container), the largest available temporary type 1 container of the class is selected (see Remark 1). Here, any temporary type 1 container of class k can be used, in the sense that all type 2 containers of class k have the same volume, so the chosen temporary type 1 container of class k is always the largest one. Thus, if a smaller temporary type 1 container is chosen, this means that there is no bigger temporary type 1 container, contradicting the choice of τ .
Let N k (i) denote the number of class k items out of the first i arriving items (the class k items existing at time i).
We say that a type 2 container of a large class k is convenient if it is combined in a bin with a negative container or if it has at least one item of size above 1 − a.
In what follows, we will say that a type 2 container is created at a certain time if this container was just defined at this time and it was defined as a declared type 2 container immediately (of class k) or if it was a temporary type 1 container and its type was just changed to type 2 (regular or declared). That is, whenever the number of type 2 containers of class k increases, the container responsible for this change is considered to be created. Note that type 2 containers remain type 2 containers (of the same class) till termination. For a type 1 container it is created simply when an item is packed into it.
Lemma 12 Every type 2 container of class k created at time τ + 1 or later is convenient.
Proof. The only case where a type 2 container of class k is created and it is not combined with a negative container in a bin immediately is the case where an item of class k just arrived (see Remark 2) . Starting time τ + 1 there is always a temporary type 1 container (of class k), so a declared type 2 container of class k cannot be created unless it is combined with a negative container in a bin immediately. Thus, it remains to consider the case where the new item of class k is added to a temporary type 1 container to create a regular type 2 container (of class k). Since after this is done there is still a bigger temporary type 1 container of class k (by the choice of τ ) and such a container of maximum volume was selected to become a regular type 2 container, the created type 2 container also has an item of size above 1 − a (its first item is such).
Lemma 13
The total number of temporary type 1 containers of class k at termination of the algorithm is below
The total number of convenient type 2 containers of class k is larger than
Proof. Consider a temporary type 1 container of class k that is present at termination. As all temporary type 1 containers of class k existing at termination are bigger, it was created no earlier than time τ + 1 (i.e., not prior to the packing of the τ + 1-th item). Indeed, after it is created, there will be such bigger temporary type 1 container present at all times (as this container is present at termination), and moreover, there is at least one bigger temporary type 1 container of class k at all times after the creation of such a container when packing the τ + 1-th item (but that specific container created at time τ + 1 does not necessarily remain a temporary type 1 container until termination).
We will use Corollary 8 for times τ and µ. After N k (τ ) items of class k have arrived, there are at most α 2k · (
) + 2 containers of type 2 and at least α 1k · (
) containers of type 1 of class k. At termination, using the same corollary, there are at least α 2k · (
) − 2 containers of type 2 and at most α 1k · (
) + 4 containers of type 1 of class k.
Assume that there are at least α 1k
+ 5 temporary type 1 containers of class k at termination. Every type 1 container of class k existing at time τ (all of them are either regular type 1 containers or smaller temporary type 1 containers at time τ ) will still be a type 1 container at termination (regular type 1 containers remain such, and by Lemma 11 temporary type 1 containers become regular type 1 containers). Thus, the total number of type 1 containers of class k at termination is at least their number after packing the τ -th item plus the number of temporary type 1 containers of this class (at termination), as those were created at time τ + 1 or later. In total, we get at least
containers of type 1 of class k at termination, a contradiction. Next, assume that at most α 2k
− 5 type 2 containers of class k are created starting time τ + 1 (by Lemma 12 they are all convenient). All type 2 containers remain such, so the total number of type 2 containers of class k is at least the number of these containers at time τ plus the number of such containers created starting time τ + 1. This number is at most
Recall that our parameters are selected such that α 2j > 0 for every large class j.
Corollary 14
Let C be the number of convenient type 2 containers of class k at termination. Then, the number of temporary type 1 containers of class k at termination is at most
Next, we consider the weight function we defined using the values of u, v, w that have real values in [0, 1] and satisfy the constraints (1), (2), (4), and (6). We consider the total weight of the items of class k together with the required weight of the containers (of other classes) that are packed together (i.e., in common bins) with the containers of class k. We let φ k denote the total weight of the items of class k together with the required weight of the containers (of other classes) that are packed together with the containers of class k. Recall that ν(i) is the number of bins containing containers of class k after i items are packed.
Proof. Since α 1k = 0, by Lemma 5, every container of class k is a type 2 container, except for at most two containers (and thus there are at most six containers of this class with exactly one item). By Lemma 9, the number of items in these ν(µ) containers of class k is at least 2ν(µ) − 6, and each such item has weight of at least u (using constraint (1)). Thus, φ k ≥ 2u · (ν(µ) − 3) ≥ ν(µ) − 3 where the last inequality holds by constraint (2) which is equivalent for this case to the constraint 2u ≥ 1.
Thus, we next assume that α 1k > 0. Thus, in the next lemma we assume that α 1k , α 2k > 0.
Proof. The number of containers of class k at termination is ν(µ), and this is also the number of bins containing such containers. To ease the description of the proof below, we let the weight of a container of a class not equal to k but packed with an item of class k in a bin to be its required weight. Thus, the total weight of a bin B is the total weight of items of class k packed into B together with the required weight of a container packed into B of a class not equal to k (if there is such a container).
For a declared type 2 container of class k, the total weight of the container is at least u. For a regular type 2 container of class k, there are three cases. If this container is convenient in the sense that it has an item of size above 1 − a, then the weight of the bin is at least u + v. If it is convenient in the sense that this bin also contains a negative container, then the weight of the bin is at least 2u + (1 − w). In any case, the weight of a bin containing a regular type 2 container is no smaller than 2u (using constraint (1) and 0 ≤ w ≤ 1).
Let C 1 and C 2 denote the numbers of the two kinds of convenient type 2 containers, respectively (where C 1 is the number of convenient containers with an item of size above 1 − a and C 2 is the number of all other convenient containers). Then, as there are at most four declared type 2 containers, the total weight of bins containing type 2 containers of class k is at least
Here, the first expression in the sum (i.e., 2u
is a lower bound on the total weight of bins containing containers of class k that are not convenient. For a temporary type 1 container of class k, as all bins containing such a containers have (at termination) exactly one item, and its size is above 1− a, the weight of such a bin is v. Recall that a type 1 container that is matched to a positive container is always a regular type 1 container. Thus, for a regular type 1 container, it is combined with a positive container in its bin, and therefore the total weight of such a bin is at least u + w (once again using constraint (1) and w ≤ 1). Letting C 3 denote the final number of temporary type 1 containers of class k, the total weight of all bins containing a type 1 container of class k is at least
because ν 1 (µ) − C 3 is the number of regular type 1 containers and C 3 is the number of temporary type 1 containers. Thus, we have
If C 3 − λ < 0, we use simpler properties as follows. The total weight of bins with type 2 containers is at least 2u · (ν 2 (µ) − 4) + 4u. In total, we get a lower estimation on the total weight of bins containing items of class k of φ k ≥ 2u · (ν 2 (µ) − 2) + (w + u) · (ν 1 (µ) − C 3 ), similarly to (8) and (9) . As (w + u)C 3 ≤ 2C 3 < 2λ because of our assumption and by 4u ≤ 4, we have using Corollary 6 that
where in the second inequality we used ν 1 (µ) ≥ α 1k ν(µ) and ν 2 (µ) ≥ α 2k ν(µ) − 2 (which holds by Lemma 8) , and the last inequality follows by constraint (3) , and the lemma follows.
Thus, in the remaining part of the proof, we assume that C 3 − λ ≥ 0.
By Corollary 14,
(C 3 − λ) ≤ C 2 (and C ′ 2 ≥ 0, as the case where this last value is negative was considered earlier in the case C 3 − λ < 0).
Based on (8), the total weight of bins with type 2 containers is at least 2u
. In total, we get similarly to (10) 
Since in both possible definitions of C ′ 1 and C ′ 2 ,
We finally get
where (12) follows by ν 1 (µ) ≥ α 1k ν(µ) and ν 2 (µ) ≥ α 2k ν(µ) − 2 (by Lemma 8), (13) follows by (11) , (14) holds by simple algebraic transformation and by substituting α 1k + α 2k = 1, (15) holds by constraint (3), (16) follows by constraint (7) and by applying α 1k + α 2k = 1 again, (17) follows by (11) , (18) holds by simple algebraic transformations, (19) 
where the last inequality holds using constraint (5) , and (20) holds by (11) . The claim follows using u, v ≥ 0.
The total weight of items of basic classes and the class of huge items
Lemma 17 For any bin (excluding bins containing at least one item of class k, if k is not a basic class), the total required weight of the containers that are packed in this bin is at least 1.
Proof. If the bin contains both a positive container and a negative container, we are done, as their required weights are at least w and 1 − w, respectively (using 0 ≤ w ≤ 1). A positive container that was not combined with a negative one has volume of at least a, and a negative container that was not combined with a positive one has volume above 1 − a. Such containers have required weights of 1.
Next, we show that for a basic class and the class of huge items, we have that the total required weight of the containers of class j is at most the total weight of the items of class j plus a constant.
Lemma 18 If j = 1, then the total required weight of the containers of class j equals the total weight of the items of class j.
Proof. The lemma follows by our definition of a weight of a huge item (it is w if its size is smaller than a and 1 otherwise).
For a basic class 2 ≤ j ≤ M + 1, let ζ j be the number of strictly positive values of α ij . For j = M + 1, we let γ M +1 = ζ M +1 = p. For j ≤ M , we have ζ j ≤ γ j , and for our parameters we actually have ζ j ≤ 3 for all j, and ζ j = 2 for most values of j (but we sometimes have ζ j = 3 and this is an important new feature of our algorithm). Let R j be the total required weight of all containers of class j, and let W j be the total weight of items of class j. By definition, letting n ij denote the number of containers of class j and type i (for class M + 1 it is denoted by n i,M +1 ),
Lemma 19 For any small or tiny class j,
Proof. For any small or tiny class j, a container of type i is opened only in the case where there are at most ⌊α ij ·n j ⌋ such containers, wheren j is the number of containers of class j before the new container is opened. Moreover, it is never opened if α ij = 0. Thus, the last container of class j and type i was opened when there were at most ⌊α ij · (n j − 1)⌋ such containers and finally there are at most ⌊α ij · (n j − 1)⌋ + 1 < α ij n j + 1 such containers. By r x,y (i, j) ≤ 1 we have
For any basic large class j ′ , n 1j ′ ≤ α 1j ′ · n j ′ + 2 and n 2j ′ ≤ α 2j ′ · n j ′ by Lemma 5. Thus,
Lemma 20 For the tiny class
, as a class M + 1 type i container has items of total size of at least A i,M +1 − t M , except for at most one container of class M + 1 and some type (and
For every i we have δ i,M +1 ≤ 1. As
If for all i we have δ i,M +1 ≥ 0, then δ i,M +1 = 0 for all i. Otherwise, if there is a value i such that δ i,M +1 > 0, there is also at least one negative value. Thus,
Proof. For a (basic) large class j, we have i i · α ij = α 1j + 2α 2j = 1 + α 2j . Using Corollary 8 we find n j = n 1j + n 2j ≤ α 1j · (
+ 4. Thus, the total weight of items of class j (i.e., W j ) is at least
as i r x,y (i, j)α ij ≤ i α ij = 1, by r x,y (i, j) ≤ 1 for all x, y, i.
Lemma 22 For any small class
, as a class j type i container has i items, except for at most one container of class j and some type, which has at least one item instead of i ≤ γ j items of class j. Let n ij = α ij n j + δ ij , for some (positive or negative or zero) value δ ij . For i such that α ij = 0 we have δ ij = 0. For every i such that α ij > 0, we have δ ij ≤ 1. As
If for all i we have δ ij ≥ 0, then δ ij = 0 for all i. Otherwise, if there is a value i such that δ ij > 0, there is at least one negative value as well. Thus, −
Corollary 23 For any class j, we have R j ≤ W j + ξ j , where ξ j is a constant independent of the input such that for j = 1, ξ 1 = 0, for j = M + 1, ξ M +1 = 3p, for any small class j, ξ j ≤ (γ j + 1)ζ j , and for any basic large class j, ξ j ≤ 6.
The relation between W and the cost of the algorithm
We have proved the next theorem, which follows from Lemmas 15,16 and from Corollary 23. The theorem shows that our weight function is valid, and it remains to find an upper bound on the supremum total weight of any bin (of the optimal solution). We showed that there is a constant Ψ that is independent of the input (and depends on our set of parameters) such that the following holds.
Theorem 24 Assume that for input I, the output of the algorithm belongs to the scenario of index (x, y]. If y > 1 3 and u, v, w satisfy 0 ≤ u, v, w ≤ 1 and the constraints (1), (2), (4), (6) , then assigning weights to the items according to our definition in section 4.3 satisfies that the final number of bins of the algorithm (applied on input I) is at most W + Ψ, where Ψ is a constant independent of the input. If y ≤ 1 3 and w satisfies 0 ≤ w ≤ 1, then assigning weights to the items according to our definition in section 4.3 satisfies that the final number of bins of the algorithm (applied on input I) is at most W + Ψ, where Ψ is a constant independent of the input.
Analysis of weights of bins of optimal solutions
We provide the remaining part of the proof, where given our sets of weights (which are based on our set of parameters), we find upper bounds on total weights of bins.
In Appendix A we provide a table with all boundary points and all strictly positive values of α ij (all other values of α ij are equal to zero). It can be seen that ζ j ≤ 3 for all j. For classes 173, 174, 176, 184, 190, 191 indeed ζ j = 3, and for classes 2 and 171 we have ζ j = 1. For all other classes ζ j = 2 (for large classes the case ζ j = 3 is impossible as γ j = 2). For class M + 1 (the class of tiny items), we have ζ M +1 = 2, which is an interesting feature of AH. There are containers where the total size of tiny items is at most The reason for this is that the volume of type 1 containers of these classes is defined by the exact size of an item, while type 2 containers are defined by 2 · t j−1 , though we still would like the volume to be close to the total size and to 2 · t j (the difference t j−1 − t j is small, much smaller than the size of a tiny item, and this limits the possible bin kinds of optimal solutions).
To solve the knapsack problems, which are standard knapsack problems, we use a branch and bound type approach similar to that of Ramanan et al. [19] and Seiden [22] . Note that we could use existing solvers for knapsack, and we actually did so (in addition to the branch and bound algorithm described here) in order to verify the results (using rounded values). However, as we were interested in precise results, we represented all our parameters as big fractions with integer numerators and denominators, with a common denominator of q for an appropriate value of q. Then, after representing every size in the form p i q , we allow the total size of a multiset of items of ∆ to be at most q−1 q in the case where their total size should be below 1 (and an analogous condition is given in the case that the total size should be below 1 − a). The branch and bound approach is standard as well, where the branching rule is according to the size of the next item, and the bounding rule is according to density, which is the ratio between weight and size. That is, items are sorted by non increasing density. Then, the algorithm iteratively generates the possible packing patterns (multisets of items of ∆) using this sorted order. When a new item is added to the actual pattern, an upper bound is calculated estimating the largest possible weight of the patterns containing the given items. The bound is based on upper bounding the weight of the remaining space in the knapsack by assigning the weight of the current item to it. This has the following meaning. If the maximum density of further items that can still be packed into the bin is such that no matter what additional items the bin will contain, its total weight is no larger than the maximum weight of any bin calculated so far, there is no need to compute an exact maximum (or even a supremum) of the possible weight of a bin containing the items already inserted into the bin, but it is sufficient to use the resulting upper bound. If the estimated weight is lower than the current maximal weight, no further items are added to this pattern. After all possible patterns are generated and checked, the algorithm finds the one with the largest weight. The pseudo-code of the algorithm is given as Algorithm 1. Using this branch and bound procedure, for each scenario we calculate the weight function corresponding to the values of u, v, and w (for scenarios where the threshold class is a large class) or the value of w (for the other scenarios). In Appendix B we report the values of u, v, and w that we use, and the resulting upper bound on the competitive ratio of the algorithm. In this way, we prove that the competitive ratio of AH is at most 1.57828956.
A All parameters of the algorithm
We provide all required data for defining the algorithm and its analysis according to our method of analysis. Recall that we use exact values of parameters and exact calculations. In many cases we write an approximate value in the table in order to provide intuition, but these values were not used in our calculations.
The next table contains B The values u, v, w, and the competitive ratio in all scenarios
First, consider the case where the scenario is such that k is not a large class (it is small or tiny). For all scenarios whose interval (x, y] is contained in (0, Other sets of items give smaller bounds. For example, one could expect that at least one of { 1 the manuscripts (and do not appear in the accessible additional data that the first author provides on her web page), and we cannot tell if any problems of this kind occurs there as well.
