3D Automobile Racing Simulator by Kantor, Roman
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMAČNÍCH TECHNOLOGIÍ
ÚSTAV POČÍTAČOVÝCH SYSTÉMŮ
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF COMPUTER SYSTEMS
SIMULÁTOR AUTOMOBILOVÝCH PRETEKOV V 3D
BAKALÁŘSKÁ PRÁCE
BACHELOR'S THESIS
AUTOR PRÁCE ROMAN KANTOR
AUTHOR
BRNO 2009
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMAČNÍCH TECHNOLOGIÍ
ÚSTAV POČÍTAČOVÝCH SYSTÉMŮ
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF COMPUTER SYSTEMS
SIMULÁTOR AUTOMOBILOVÝCH ZÁVODŮ VE 3D
3D AUTOMOBILE RACING SIMULATOR
BAKALÁŘSKÁ PRÁCE
BACHELOR'S THESIS
AUTOR PRÁCE ROMAN KANTOR
AUTHOR




Tato práce se zabývá některými metodami pro tvorbu počítačových her, jimiž jsou myšleny převážně 
hry simulující trojrozměrné závody aut, konkrétně závody pro dva hráče. Pro jednotlivé problémy, se 
kterými se tvorba těchto her střetává, jsou rozebrány různé metody jejich řešení. Následně je popsán 
program simulující  dané  závody.  Program  prakticky  využívá  některé  z  popsaných  metod  a  také 
grafickou knihovnu OpenGL.
Abstract
This work deals with several methods of computer games creation. I mean especially games which 
simulate  fully  dimensional  car  races,  two-player  races  concretely.  There  are  various  methods  of 
solution of the problems, that creation of such games meets, analyzed. Sequentially, the programme 
that  simulates  races  mentioned  above  is  described.  The  program  practically  uses  some  of  the 
described methods, as well as the grafic library OpenGL.
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V dnešnej dobe je trh doslova zaplavený nespočetným množstvom počítačových hier. Zákazník si 
môže  vybrať  podľa  chuti  z  rôznych  žánrov.  Stretávame  sa  s  hrami  strategickými,  logickými  či 
akčnými. Jedným z druhov sú simulátory pretekárskych áut.
Simulátor pretekov je typ hry, v ktorej hráč ovláda určité konkrétne auto a pohybuje sa s ním 
vo virtuálnom svete. Ten môže predstavovať pretekársku dráhu alebo všeobecne ľubovoľný terén. V 
prípade, že sa pretek odohráva pod holým nebom, je potreba pri zobrazení brať v úvahu nielen terén, 
ako zakrivený povrch, ale aj správne zobraziť oblohu, stromy alebo trávu. To všetko pre zvýšenie 
pocitu z jazdy reálnym svetom. 
Pri  týchto  simuláciach  je  taktiež  nutné  aplikovať  aspoň  základný  fyzikálny  model.  Auto 
pochopiteľne nemôže levitovať nad povrchom. Musí stáť všetkými kolesami na povrchu. V prípade 
jazdy  do  kopca  je  potrebné,  aby  sa  auto  natočilo  inak  ako  pri  jazde  z  kopca  či  po  rovine.  Pre 
zachovanie reálnosti sveta, je často nežiadúce, aby jeden objekt (napríklad auto) prechádzal cez iné 
objekty  (steny,  stromy,  prekážky,  ...).  Toto  je  jeden  z  problémov  pri  tvorbe  takmer  každej 
trojrozmernej počítačovej hry.
Táto práca sa zaoberá rôznymi metódami riešenia a ich implementáciou. Pre rôzne problémy 
sú diskutované rozličné metódy riešení, ich výhody a nevýhody. Do úvahy je braná ako aj zložitosť 
implementácie, tak aj časová náročnosť algoritmov.
Súčasťou tejto práce je vypracovaný program simulujúci už spomínané preteky áut pre dvoch 
hráčov. Program je napísaný v jazyku C++ a využíva grafickú knižnicu OpenGL.
Záver  zhŕňa  zistené  poznatky  a  zhodnocuje  výsledok  celkovej  práce  a  ňou  využívaných 




Na zobrazenie celej scény hry je potrebné sa zamyslieť nad tým, čo konkrétne má byť zobrazené. Pre 
zobrazovanie stromov je použitá iná metóda ako pri zobrazovaní terénu, auta, alebo oblohy. V tejto 
kapitole  budú  opísané  niektoré  zo  štandardne  používaných  metód  na  zobrazovanie  jednotlivých 
objektov v trojrozmernom svete.
2.1 Metódy pre zobrazovanie terénu
Základom každého trojrozmerného sveta je terén. Niečo, po čom sa budú objekty (v tomto prípade 
autá) pohybovať. Je tým myslená určitá časť, alebo výsek, krajiny reálneho sveta. V prípade, že by 
sme  chceli  zobraziť  rovnú plochu,  bolo  by  to  jednoduché.  My sa  však  pohybujeme  po  voľnom 
priestranstve a tam by rovná plocha nevyzerala dostatočne vierohodne. Povrch by mal byť zvlnený. 
Mali by sa na ňom nachádzať menšie vyvýšeniny a priehlbiny.
2.1.1 Trojrozmerný model
Či  zobrazujeme  rovinatú  step,  kopcovitý  povrch,  alebo  celé  hory  od  ich  úpätí  až  po  vrcholky 
najvyšších z nich, vždy potrebujeme nejakým spôsobom tento model získať.
Jedným zo spôsobov ako toho docieliť,  je  vytvoriť  takýto model  pomocou sofistikovaných 
programov  určených  na  modelovanie  trojrozmerných  objektov.  Programy  ako  „3ds  Max“  alebo 
„Blender“ sú na tento účel  veľmi vhodné.  Po vytvorení modelu poskytujú následne možnosť ich 
exportu do súborov v rôznych formátoch. Tie sú potom využívané pre vytvorenie modelu.
Táto metóda tvorby modelu má svoje nesporné výhody.  Povrch takto vytvorený môže byť 
veľmi podrobný. Nie je problém vytvárať jaskyne či rôzne skalné previsy, ako je tomu napríklad pri 
výškových mapách.
Nevýhodou tohto postupu je nutná znalosť použitých programov. Ako už bolo povedané, sú to 
veľmi zložité a sofistikované programy a naučiť sa ich správne využívať môže byť a často krát aj je, 
časovo veľmi náročné. 
2.1.2 Výšková mapa
Iným spôsobom je využitie takzvanej výškovej mapy (angl. height map). Jedná sa o dvojrozmernú 
maticu čísel,  kde každé číslo udáva vyšku konkretného bodu terénu na konkrétnych súradniciach. 
Pomocou nej je možné jednoducho namodelovať celý povrch. Takáto mapa má zpravidla rozmery 
oboch strán matice 2n. 
Obrázok 2. 1. Nerovný polygón a jeho transformácia na zložitejší polygón [1]
Túto  mapu  je  však  nutné  ešte  vykresliť.  Mapa  nám  poskytuje  akúsi  sieť  štvorcových 
polygónov. OpenGL dokáže vykresliť štvorcový polygón, no pre záruku korektného vykreslenia musí 
byť ľubovoľný vykresľovaný polygón konvexný. Štvorec síce konvexný je, ale v OpenGL má každý 
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vrchol tri súradnice a teda nemusia všetky tieto vrcholy jedného polygónu ležať v jednej rovine. To 
môže spôsobiť že po rôznych rotáciach v priestore a zmenách bodu pozorovania nemusia body tvoriť 
konvexný  polygón  [1].  Tomuto  nežiadúcemu  efektu  sa  dá  ľahko  predísť  tým,  že  rozdelíme 
uhlopriečne všetky štvorcové polygóny získané z výškovej mapy na trojuholníky. 
Tento spôsob vykresľovania terénu je jednoduchší na implementáciu ako vyššie spomínané 
vymodelovania  kompletného trojrozmerného terénu.  Nevýhodou však  je  veľmi  zložité  prirábanie 
špecifických častí terénu, ako sú napríklad jaskyne či tunely.
Pre vytvorenie jednoduchej výškovej mapy je možné použiť programy určené špeciálne na to, 
alebo taktiež niektoré grafické editory, kde napríklad pomocou čiernobieleho obrázku možeme mapu 
získať.
Obrázok 2. 2. Využitie výškovej mapy pre tvorbu siete trojuholníkových polygónov
2.1.3 Optimalizácia metódy využívajúcej výškovú mapu
Keďže sa  výšková mapa javí  ako jednoduchšie  riešenie,  zvolil  som pre  tvorbu terénu práve túto 
metódu.  Pre tvorbu jednoduchého simulátoru pretekov áut  nie je bezpodmienečne nutné vytvárať 
tunely či podobné, pre túto metódu problémové prvky. 
No aj napriek pokročilým grafickým akcelerátorom, ktoré sú v dnešnej dobe dostupné a ktoré 
stíhajú zobrazovať veľké množstvá polygónov, nie je nutné plýtvať prostriedkami. Preto je vhodné 
túto  metódu  optimalizovať.  Podľa  možností  čo  najviac  zmenšiť  počet  polygónov  pri  zachovaní 
dostatočne vysokej kvality obrazu.
Základným princípom optimalizácie je aproximovať reálny povrch (udávaný výškovou mapou) 
čo najmenším množstvom polygónov. To však nie je tak úplne možné pre povrch, ktorý sa nachádza 
dostatočne blízko pri kamere. Tam by totiž bolo možné chyby vzniknuté aproximáciou badať veľmi 
zreteľne.  Časti  povrchu,  ktoré  sa  nachádzajú  dostatočne  ďaleko  od  pozorovateľa,  sa  však  javia 
menšie. Preto nie je potrebné také množstvo polygónov na ich aproximáciu.
V hre je optimalizácia vyriešená nasledovne. Použil som výškovú mapu s rozmermi 1024 × 
1024.  Tú som si  rozdelil  na  rovnako veľké  bloky  s  rozmermi  64 × 64  bodov.  Tým som získal 
pôvodný povrch rozdenený na 256 častí. 
Tieto časti som následne upravil. Zistil som, že zobrazovanie maximálneho počtu polygónov 
na aproximáciu povrchu je dosť náročné na výpočtový výkon grafickej karty. Potreboval som preto 
zmenšiť tento počet. Preto som prestal brať do úvahy všetky vrcholy. Namiesto toho som použil iba 
každý ôsmy. To zredukovalo počet polygónov na jeden blok viac ako 50-násobne.
Tento postup však stále nebol postačujúci. Aj keď povrch v blízkosti kamery bol vykreslený 
limitne detailne, povrch vzdialený od kamery bol zbytočne detailný. Celý postup som preto zopakoval 
ešte raz. Tento krát som však nebral do úvahy každý ôsmy vrchol, ako tomu bolo v predchádzajúcom 
prípade, ale každý 32. Získal som tak dve sady blokov, jednu v lepšej kvalite aproximácie povrchu a 
druhú v horšej. 
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Obrázok 2. 3. Tvorba konkrétneho bloku z výškovej mapy a jeho následné zjednodušenie
Pre  ešte  väčšiu  optimalizáciu  som  všetky  tieto  bloky  uložil  do  takzvaných  displaylistov. 
Vykresľovanie toho istého objektu viackrát dokola je nie len otravné, ale taktiež náročné na výkon 
grafického akcelerátoru. OpenGL preto poskytuje možnosť uložiť už raz vytvorený objekt (vrátane 
namapovania textúr) do spomínaného displaylistu. To má za následok, že OpenGL nemusí všetko 
znova prepočítavať. Týmto je teda možné ušetriť mnoho výkonu grafickej karty.
Následný pohyb kamery (pozorovateľa) spôsobuje vykresľovanie blokov v rôznych kvalitách. 
V okolí kamery sú vždy použité tie s väčším rozlíšením.
Obrázok 2. 4. Spôsob vykresľovania terénu. Jeden štvorček predstavuje jeden blok. Šedé štvorčeky 
označujú povrch vykreslený nižším stupňom aproximácie, biele naopak označujú tie, na ktoré bolo  
použitých viac polygónov. Červená bodka predstavuje pozíciu kamery
2.1.3.1 Problémy pri optimalizácií pomocou blokov s rozličnou mierou aproximácie
Táto metóda optimalizácie nesie so sebou niektoré nepríjemné skutočnosti. Jednou z nich je problém 
prepojenia blokov s väčšou mierou aproximácie s blokmi, ktoré aproximujú originálny povrch menej. 
Pri  prepojení  takýchto  dvoch blokov  totiž  vznikajú  medzery  medzi  povrchmi.  Povrch  teda 
prestáva byť spojitý a to nevyzerá príliš vierohodne. 
Jeden zo spôsobov, akým sa dá tomuto nežiadúcemu efektu zabrániť je ten, že bloky, ktoré 
majú nižšie rozlíšenie posunieme o nejaký kus nižšie ako ostatné. To spôsobí zmiznutie niektorých 
dier. V závislosti od toho, ako nízko blok posunieme, zmenší sa šanca, že diery budú viditeľné. 
Toto je veľmi jednoduché riešenie a jeho implementácia nie je časovo príliš náročná. Taktiež sa 
pri ňom nezvyšuje zaťaženie systému. Problémom však je, že povrch vlastne stále nie je spojený a 
teda nie je zaručené, že diery vidieť nebude (v prípade pridania stromov, trávy a iných prvkov do 
prostredia je však táto šanca dosť vysoká). Taktiež sa dá okolo pozorovateľa zväčšiť počet blokov s 
vysokou kvalitou. To už však systém zaťaží.  Najväčšou nevýhodou však asi ostáva to, že keď sa 
približujeme k vzdialenému bloku, ten je po čase nahradený blokom s vyššou kvalitou a to spôsobí 
skok celého terénu. Tento skok je viditeľný podľa toho, o koľko sme blok posunuli nižšie.
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Celkový kladný (záporný) efekt tejto metódy je závislý od vhodného nastavenia jednotlivých 
prvkov.  Do úvahy treba vziať  rozdiel  v  aproximácií  jednotlivých  blokov,  počet  blokov s vyššou 
aproximáciu, ktoré sa nachádzajú v okolí pozorovateľa, výšku, o ktorú sme posunuli blok s nižšou 
kvalitou, počet objektov, ktoré budú povrch zakrývať a tak maskovať rozdiely a v neposlednom rade 
aj veľkosť zvlnenia povrchu (v prípade že bude povrch v tvare roviny problém ani nemusí nastať).
Obrázok 2. 5. Príklad diery, ktorá vznikne pri prepojení dvoch blokov s rôznymi úrovňami  
aproximácie pôvodného povrchu. Červenou sú vyznačené bloky s vyššou kvalitou a modrou bloky s  
nižšou
2.1.4 Osvetlenie terénu
V reálnom svete existujú svetelné zdroje, pomocou ktorých sme schopní pozorovať všetky objekty. 
Či už je zdrojom slnko, alebo pouličná lampa.  Bez neho by sme videli  iba tmu. OpenGL taktiež 
umožňuje definovať osvetlenie. Moderné grafické akcelerátory sú schopné zobraziť až 8 nezávislých 
zdrojov svetla. V OpenGL je možné zobrazovať objekty bez toho, aby bolo osvetlenie vôbec zapnuté. 
To však vedie k tomu, že pri  niektorých objektoch sa môže stať, že nebudeme vedieť určiť,  či  je 
objekt trojrozmerný alebo nie. Trojrozmerná guľa vykreslená bez osvetlenia sa bude napríklad javiť 
ako biely kruh [1].
Obrázok 2. 6. Rozdiel medzi osvetlenou a neosvetlenou guľou [1]
Aby sme boli schopní v OpenGL správne vykresliť osvetlené objekty, je nutné pre každý 
vrchol polygónu poznať okrem jeho súradníc aj jemu prislúchajúce súradnice normálového vektoru. 
Tie je možné získať niekoľkými spôsobmi. V prípade, že bol objekt vytvorený v programe pre prácu s 
trojrozmernými objektmi (napríklad Blender) a následne exportovaný, je tento spravidla exportovaný 
aj so spomínanými normálovými vektormi. 
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Ak  sme  však  na  vytvorenie  povrchu  použili,  tak  ako  v  našom  prípade,  výškovú  mapu, 
nemáme súradnice normálových vektorov k dispozícií. Jednou z možností je použiť normálovú mapu. 
To je podobne ako výšková mapa súbor dát. Na rozdiel od nej je však pre každý vrchol definovaný 
jeho normálový vektor.
Takúto mapu ale nemusíme vždy mať, alebo nemusí byť vhodná na použitie. V prípade, že 
nevykresľujeme všetky polygóny, ale v rámci optimalizácie berieme do úvahy napríklad len každý 
ôsmy bod, normálové vektory získané z normálovej mapy sa stávajú nepoužiteľné.
V  takom prípade  nám neostáva  nič  iné,  len  potrebné  normály  spočítať  ručne  pre  každý 
polygón.  Keďže poznáme všetky  tri  vrcholy  polygónu,  nie  je to  nič zložité.  Spočítame z nich  2 
vektory. Nech sú A, B a C vrcholy trojuholníka (polygónu). Potom vektor u a v získame nasledovne:
(1)
(2)
Tie následne spolu vektorovo vynásobíme (3). Dostaneme tým vektor smerujúci kolmo na 
polygón.  To  je  normálový  vektor,  ktorý  potrebujeme.  Ten  je  zhodný  pre  každý  vrchol,  pretože 
samotný polygón je rovný. 
n1=u2 v3−u3 v2          
n2=u3 v1−u1 v3          
(3)
Veľkosť normálových vektorov musí byť pre výpočet osvetlenia v OpenGL rovná 1. To sa dá 
dosiahnúť  dvoma  spôsobmi.  Jeden  z  nich  je  zapnúť  normalizáciu.  Vtedy  bude  OpenGL  vždy 
prepočítavať normálové vektory na jednotkovú veľkosť.  To je potrebné, pretože v prípade,  že na 
polygón použijeme nesprávnu transformáciu,  normálové vektory nemusia  ostať normalizované na 
jednotkovú veľkosť.  Toto vyžaduje  veľký výpočtový výkon.  V našom prípade sa  však polygóny 
povrchu netransformujú  vôbec.  Preto  nemusíme  túto normalizáciu  zapínať.  Stačí,  keď použijeme 
druhý spôsob a normálové vektory prevedieme na jednotkovú veľkosť sami. Toto dosiahneme, keď 
podelíme každý normálový vektor jeho veľkosťou (4).
                   (4)
2.1.5 Zafarbenie terénu
Bezfarebný terén by vyzeral veľmi pusto. Bol by to pravdepodobne biely neforemný tvar. Po pridaní 
svetiel by už síce bolo badať tvar povrchu, no stále by bol šedý. OpenGL dovoľuje priamo nastaviť 
každému bodu konkrétnu farbu. Toto riešenie však nie je vhodné, pretože by sme pomocou neho 
nikdy nedosiahli také výsledky, aké sú možné pomocou textúr.
Otázkou teraz je, ako správne namapovať textúru na povrch terénu. Je možné vziať jeden veľký 
obrázok a tým pokryť celý terén. Takýto obrázok by bol však neprípustne veľký. Vzhľadom na to, že 
by sa musel celý načítať do pamäte, nie je to vhodný postup. Keď však zoberieme obrázok v malom 
rozlíšení a roztiahneme ho na celý povrch, kvalita výslednej snímky bude určite nedostatočná.  
Tento problém je možné veľmi elegantne vyriešiť tým spôsobom, že použijeme textúru, ktorá 
má malé  rozlíšenie  a namapujeme ju ako dlaždice  na celý  povrchu terénu.  V prípade  správneho 
výberu textúry táto metóda vykazuje veľmi dobré výsledky.  Použitá textúra musí mať horný okraj 
logicky naväzujúci  na spodný a analogicky pravý okraj  na ľavý. V opačnom prípade by celkový 









Objekty v trojrozmernej scéne môžu byť od pozorovateľa viac, či menej vzdialené. Keďže objekty 
vzdialenejšie sa javia menšie, aj textúry musia byť pomocou filtrov zmenšené. Toto môže viesť k 
nežiadúcim  efektom,  akými  sú  mihotanie,  či  blikanie.  Takéto  správanie  pôsobí  veľmi  rušivo  a 
môžeme ho teda prehlásiť za nežiadúce.
Na  vzdialenejšie  objekty  je  vhodnejšie  namapovať  textúru  v  menšom rozlíšení,  ako   na 
objekty bližšie a teda väčšie. Tento efekt sa dá dosiahnuť pomocou techniky nazvanej mipmapping. 
Pri mipmapovaní rozhoduje OpenGL samostatne, ktorú textúru použije. Je však nutné dodať textúry 
všetkých veľkostí, alebo nechať OpenGL zvyšné textúry z menším rozlíšením dorátať samostatne. 
Použitie takýchto textúr má za následok väčšie pamäťové nároky na uloženie textúry. Pri súčasných 
grafických adaptéroch to však nemusí byť problém.
Obrázok 2. 7. Príklad mipmapy [2]
2.2 Metódy pre zobrazovanie oblohy
Zobrazili sme zvlnený terén a namapovali naň textúru. Povrch je teda kompletný. No na to, aby scéna 
pôsobila dostatočne realisticky, je nutné zobraziť taktiež oblohu, na ktorej môžu byť oblaky, slnko, 
mesiac či hviezdy. Bez nej by totiž bola okolo terénu iba základná farba. Na to, aby sme získali pocit 
realistickej  scény,  nie  je  nutné  vytvárať  slnko,  atmosféru  a  prerátavať  zložité  výpočty  pomocou 
ktorých  by  sme  sa  možno  ani  nedopracovali  k  výsledku.  Existujú  jednoduchšie  postupy,  ktoré 
dosahujú výborných výsledkov a ani zďaleka tak nezaťažujú hardvér.
2.2.1 Skybox
Skybox je veľmi jednoduchá a elegantná metóda, pomocou ktorej môžeme zobraziť oblohu. Jej teória 
spočíva vo vykreslení kocky okolo celého terénu. V jej centre sa nachádza kamera a táto kocka sa 
pohybuje s ňou. To spôsobí, že pozorovateľ sa k stenám kocky nikdy nepriblíži a bude teda stále 
rovnako vzdialený  od jej stien.
Potrebujeme  na vnútorné  steny  tejto  kocky  spomínanú oblohu vykresliť.  Mohli  by  sme si 
odmyslieť  mraky  a  slnko  a  vykresliť  steny  modrou  farbou.  Tým  však  nedostaneme  dostatočne 
vierohodný obraz. 
Lepšia možnosť je namapovať na steny textúru oblohy.  Kamera sa však nachádza v strede 
kocky a nie gule a my vykresľujeme trojrozmerný priestor.  Od rôznych častí steny kocky sa teda 
nachádzame rôzne ďaleko a ak by sme použili obyčajný obrázok oblohy, pôsobila by neprirodzene. 
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Aby sme nemali pocit, že sa pozeráme na rovnú stenu, musíme použiť špecifický obrázok, ktorý je 
vytvorený ako sieť kocky ktorej okraje na seba naväzujú. To spôsobí, že obloha vyzerá realisticky.
Keďže by sa obloha od kamery mala nachádzať dosť ďaleko, je vhodné použiť efekt hmly. 
Pomocou neho sa bude zdať, že sa mierne stráca v diaľke.
Obrázok 2. 8.Príklad textúry použitej na skybox.[3]
2.3 Metódy pre zobrazenie stromov
V prípade hry v otvorenom prostredí by krajina pôsobila veľmi pusto, keby v nej bol zobrazený iba 
terén a obloha. Hra je situovaná do voľnej prírody, preto by bolo vhodné v nej zobraziť stromy. To je 
opäť možné spraviť niekoľkými spôsobmi. V tejto kapitole budú načrtnuté niektoré z nich.
2.3.1 Trojrozmerný model stromu
Toto je metóda spomenutá už v sekcii  2.1.1. Trojrozmerný model.  Jedná sa o tú istú metódu. Jej 
využitie v tomto prípade je však mierne odlišné. Strom vytvorený pomocou vizuálneho štúdia môže 
vyzerať takmer dokonalo. Grafická náročnosť jeho zobrazenia nás však donúti zredukovať jeho výzor 
z dôvodu optimalizácie. 
2.3.2 Billboarding
Billboarding  je  veľmi  často  využívaná  metóda  tam,  kde  je  potrebné  zobraziť  veľké  množstvo 
polygónov.  Strom je typický  príklad.  Aj súčasné grafické  akcelerátory  by totiž  nemuseli  zvládať 
dostatočne rýchlo vykresliť  napríklad celý les zo stromov zložito vymodelovaných a zložených z 
veľkého množstva polygónov. 
Princíp spočíva v tom, že zobrazíme len jednoduchý tvar (napríklad štvorec) a ten natáčame 
okolo zvislej osy tak, aby sa na neho pozorovateľ pozeral vždy zpredu. Tým sa nikdy nestane, že 
uvidí iba tenkú linku v prípade pohľadu zboku.
Prichádzame však k inému problému. V prípade, že chceme vykresliť naozaj iba štvorec, je 
všetko v poriadku.  Ale  ak by sme chceli  vykresliť  zložitjší  tvar,  hoci  len dvojrozmerne,  opäť je 
možné, že by sme k tomu potrebovali veľké množstvo polygónov. 
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Na vyriešenie  tohto  problému  použijeme  textúru  vo  formáte  RGBA.  A,  teda  alfa  zložka, 
znamená priehľadnosť. Časti objektu sa teda stanú priehľadné.  Pri zobrazení dvoch obdĺžnikov na 
ktoré  bude  namapovaná  textúra  stromu  vo  formáte  RGBA,  vznikne  veľmi  pekný  efekt 
trojrozmerného  stromu.  Ten  však  nebude  mať  také  veľké  nároky  na  grafickú  kartu,  ako  strom 
vytvorený a vykreslený ako trojrozmerný model.
Obrázok 2. 9. Tvorba stromu pomocou metódy billboarding [1]
2.4 Metódy pre zobrazenie objektov
Pre simuláciu krajiny by sme zobrazenie terénu, stromov a oblohy mohli považovať za dostačujúce. 
Zadanie práce však nezahŕňalo iba to. Aby mohla byť hra nazvaná simulátor áut, je logické, že v nej 
bude potrebné vykresliť model nejakých áut. 
Na toto je asi najvhodnejšie použiť techniku, ktorá už bola spomenutá. Je to metóda vytvárania 
modelov v špecializovanom programe. V nich dokážeme vytvoriť model s dostatočne veľkou kvalitou 
a následne ho exportovať. V súbore, takto vytvorenom, sa nachádzajú súradnice všetkých vrcholov 
polygónov, ako aj údaje, pomocou ktorých sme schopní tieto vrcholy pospájať a vytvoriť tak akúsi 
sieť polygónov.
Taktiež  je  program  schopný  vytvoriť  textúru,  ktorá  bola  použitá  pre  konkrétny  model,  a 
súradnice, pomocou ktorých má byť namapovaná na konkrétne polygóny, uložiť do exportovaného 
súboru.
V tomto sa tiež nachádza posledná vec, potrebná pre vykresľovanie trojrozmerných modelov. 
Tou sú  súradnice  normálových  vektorov  k  jednotlivým vrcholom všetkých  polygónov.  Pomocou 
tohto súboru sme teda schopní vytvoriť ľubovoľný objekt trojrozmerného sveta. Takýmto spôsobom 
sú v hre vykresľované objekty áut a oviec.
10
3 Spôsob realizácie vlastného riešenia
V predchádzajúcej kapitole boli načrtnuté možné metódy, pre použitie vhodné, či menej vhodné. Táto 
kapitola sa bude podrobnejšie venovať niektorým z tých, ktoré som zvolil  pre samotnú realizáciu 
vlastného  riešenia.  Taktiež  tu  budú  načrtnuté  a  diskutované  niektoré  konkrétnejšie  problémy,  s 
ktorými som sa pri použití týchto metód musel vysporiadať.
3.1 Návrh vlastného riešenia odzrkadľujúci 
požiadavky zadania 
Podľa zadania som mal za cieľ vytvoriť počítačovú hru simulujúcu preteky áut pre dvoch hráčov. Z 
toho vyplýva nutnosť zobrazenia jednoduchého prostredia.  Za takéto prostredie  som zvolil  voľný 
terén  pripomínajúci  mierne  zalesnenú  krajinu.  Z  tohto  dôvodu  bolo  nutné  sa  vysporiadať  s 
vyobrazením terénu, oblohy a stromov. Pri výbere terénu, ktorý má pripomínať krajinu, bolo taktiež 
nutné zvoliť správne zafarbenie povrchu. Po vytvorení krajiny som musel vybrať správne modely aút, 
s ktorými sa budú hráči pretekať. 
Požiadavkom na prácu bolo vytvorenie simulátoru pretekov, preto bolo potrebné do hry doplniť 
základné logické prvky, aby hra vôbec bola hrou. 
3.2 Vytvorenie krajiny
Metódu vytvorenia terénu som zvolil  výškovú mapu.  Tento princíp je veľmi jednoduchý.  Nebolo 
potrebné  vytvárať  skalné previsy,  mosty  či  jaskyne  a  tak bol  vhodný pre  vytvorenie  základného 
povrchu.
Súbor výškovej mapy som mal k dispozícií vo formáte .raw. Jednalo sa o dvojrozmernú maticu 
16-bitových  čísel  s  rozmermi  1024  ×  1024.  Z  nej  som  vytvoril  64  blokov  z  vyšším  stupňom 
aproximácie (každý blok má rozlíšenie 16 × 16, pretože beriem do úvahy každý ôsmy bod pôvodnej 
výškovej mapy) a 64 blokov s nižším stupňom aproximácie (každý blok má rozlíšenie 8 × 8, pretože 
beriem do úvahy každý 16. bod pôvodnej výškovej mapy). 
Postupom, ktorý je popísaný v kapitole  2. 1. 3. Optimalizácia metódy využívajúcej výškovú 
mapu, som  následne  vytvoril  požadovaný  terén.  Deväť  najbližších  blokov  okolo  kamery  je 
vykresľovaných vo  vyššej  kvalite,  zvyšné v  nižšej  (Obrázok  2.  4.).   Bloky  s  nižšou  kvalitou  sú 
vykresľované o dve jednotky nižšie.
Vďaka  týmto  zvoleným pomerom  a  faktu,  že  na  scéne  sú  ešte  zobrazované  stromy,  som 
docielil toho, že diery, vznikajúce pri prechode medzi blokmi rôznych rozlíšení (Obrázok 2. 5.) nie je 
vidieť,  alebo  je  ich  viditeľnosť  minimálna.  Tým som dosiahol  nie  veľké  zaťaženie  používaného 
hardvéru za cenu prijateľnej kvality zobrazenej scény.
Krajina sa má nachádzať v mierne zalesnenej krajine a preto som pre zfarbenie povrchu zvolil 
textúru trávy. Je to textúra vo formáte .bmp s rozmermi 512 × 512 pixelov. Tou je následne vydlážený 
celý povrch.
Pre  vytvorenie  oblohy som použil  metódu skybox tak,  ako je  popísaná v kapitole  2.  2.  1.  
Skybox. Pri jej vykreslení som zapol funkciu hmly, ktorá skybox zafarbuje mierne do šeda.  Obloha 
tak pôsobí, ako by naozaj bola niekde v nedohľadne a celkový dojem z vykreslenej scény tak vyzerá 
realisticky.
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Vykresliť stromy bol posledný krok v tvorbe terénu. Techniku billboardingu som považoval za 
vhodnú pre tento druh objektov a tak som potreboval vhodnú textúru. Tá bola vytvorená pomocou 
programu  Blender, kde  bol  vytvorený model  stromu a  vykreslený  dvojrozmerne.  Aby som však 
mohol použiť zložku udávajúcu priesvitnosť (alfa zložku), musel som ju vytvoriť. Všetky časti, ktoré 
majú byť v textúre priesvitné, boli vykreslené určitou farbou (konkrétne R: 3 G: 75: B:0). Textúra 
bola uložená ako bitmapa (formát  .bmp) o veľkosti 24 bitov a rozmeroch 1024 × 1024 pixelov. V 
programe túto textúru manuálne prerábam na 32 bitovú. V prípade, že je farba textúry nastavená na 
mnou zvolenú farbu (R: 3 G: 75: B:0) nastavím alfa zložku na 255, čo predstavuje priesvitnú. 
Techniku zobrazovania stromov som však upravil.  Nepoužívam dva, ale tri prekrývajúce sa 
obdĺžniky. Strom sa tak javí hustejší. Taktiež ho neotáčam vzhľadom na pozorovateľa. Strom je v 
mojom prípade teda statický. Pozorovateľ preto nemá pri prechádzaní okolo stromu pocit, že sa vôbec 
nemení. Riešenie teda pôsobí viac realisticky.
Na scénu vykresľujem veľké množstvo stromov rozmiestnených náhodne po krajine.  To si 
vyžadovalo  menšiu  optimalizáciu.  Aby som ich  nemusel  vykresľovať  také  množstvo,  zrušil  som 
vykresľovanie  všetkých,  ktoré  sa  nachádzajú  za  kamerou  a  teda  nemôžu  byť  viditeľné.  Taktiež 
vykresľujem stromy len do určitej vzdialenosti od pozorovateľa. To pri pohybe spôsobuje niekedy 
nečakané objavenie stromu, ktorý predtým nebol vidieť. Je to však malá cena za ušetrený výkon.
3.3 Vytvorenie auta a základy fyzikálneho enginu
V tejto kapitole sa nebudem podrobne zaoberať vytvorením modelu automobilu. Ten je popísaný v 
kapitole  2. 4. Metódy pre zobrazenie objektov. Hlavná pozornosť bude preto venovaná základnému 
fyzikálnemu modelu konkrétneho auta a jeho správaniu sa pri pohybe krajinou.
3.3.1 Vytvorenie automobilu
Situovanie hry do voľnej prírody malo za následok aj zamyslenie sa nad správnym výberom modelu 
automobilu.  Hra,  v  ktorej  by  sa  po  horskej  krajine  preháňal  monopost  Formuly  1,  by  pôsobila 
minimálne veľmi zvláštne.  Za vhodný výber som považoval teda automobil určený viac do terénu. 
Nakoniec  som  zvolil  konkrétnu  možnosť  použiť  model  vojenského  džípu.  Jeep  Willys  patrí  k 
základnej výbave americkej armády už niekoľko desiatok rokov. Tento model bol používaný aj vo 
verzií s plátenou strechou, čo bolo výhodou, pretože  odpadla potreba  modelovania interiéru a hlavne 
šoféra a jeho pohybov.
Obrázok 3. 1. Dva modely Willys Jeepu použité v hre 
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Ako som už spomínal, na tvorbu modelu bol použitý program  Blender. Pomocou neho bolo 
možné  vytvoriť  nie  len  modely,  ale  aj  dve  varianty  textúr  pre  tento  automobil.  Obrázok  3.  1. 
znázorňuje použitý model a dve rôzne druhy textúry.
Kolesá pre tento automobil boli vytvorené rovnakým postupom. Aby bolo možné ich otáčať 
nezávisle od automobilu, sú zkonštruované ako osobitné modely.
3.3.2 Pohyb auta po povrchu a základné prvky fyziky
Vložiť model auta do trojrozmernej scény je potrebné. Pomocou modelu exportovaného z prostredia 
Blender to  nie  je  zložité.  V programe  som vytvoril  funkciu,  ktorá  zo súboru  .ASE,  v  ktorom je 
uložený spomínaný model, vytvorí model pre OpenGL. Ten už následne iba posuniem na miesto na 
mape, kde sa má auto nacházdať a následne ho vykreslím pomocou inej funkcie.
V prípade,  že  sa  auto  nachádza  na  rovnom povrchu,  je  jeho  vykreslenie  so  spomínanými 
funkciami jednoduché. Potrebujem len zadať súradnice, kde sa auto na mape nachádza, a výšku v 
ktorej sa nachádza. Tú získam pomocou výškovej mapy použitej na vytvorenie povrchu. Toto sa však 
nestáva často. Povrch je takmer všade zvlnený a to so sebou prináša niektoré problémy.
3.3.2.1 Zistenie presnej výšky auta v priestore
Ako som už spomínal, z dôvodu optimalizácie nevykresľujem každý vrchol,  ktorý výšková mapa 
udáva.  Výšková  mapa  taktiež  udáva  výšku  terénu  iba  na  súradniciach  daných  celými  číslami. 
Súradnice automobilu sú však dané v číslach desatinných. Z toho vyplýva, že nie v každom mieste, v 
ktorom sa jeep nachádza som schopný zistiť výšku povrchu a teda aj auta. Tú potrebujem dopočítať.
Nech sa bude automobil nachádzať na akomkoľvek mieste scény, v ktorej je definovaný povrch 
(iná možnosť je nepprípustná), vždy budú existovať tri vrcholy povrchu, ktorými bude tento priestor 
ohraničený.  V  závislosti  od  toho,  ako  ďaleko  sa  bude  nachádzať  ťažisko  jeepu  od  jednotlivých 
vrcholov trojuholníka, bude jeho výška pomocou nich upravovaná. Táto metóda sa nazíva bilineárna 
interpolácia [4]. 
Obrázok 3. 2. Vyznačený trojuholník ABC zobrazuje časť povrchu na ktorej sa nachádza automobil  
(červený bod). Vo vrcholoch trojuholníka je výšku známa. V červenom bode musím výšku spočítať.
V  programe  som  vytvoril  funkciu,  ktorá  ako  vstupné  parametre  preberá  x-ovú  a   z-ovú 
súradnicu polohy automobilu. Pomocou nich určí, ktoré tri body výškovej mapy ohraničujú zadanú 
pozíciu  a  následne  dopočíta  jej  y-ovú  súradnicu  (výšku),  pomocou  vzdialenosti  od  jednotlivých 
vrcholov. 
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Nazvyme vrcholy trojuholníka A, B, C a automobil J. Potom priesečník priamky AJ s priamkou 
BC nazvime X (Obrázok 3. 2.). Ak je výška v jednotlivých bodoch vA, vB a vC, potom výšku vJ v ktorej 
sa jeep vykreslený na scéne nachádza, spočítame nasledovne. Pomocou vzorca (5) spočítam výšku vX. 
Potom použijem vzorec (6) na výpočet požadovanej výšky vJ.
(5)
(6)
3.3.2.2 Naklonenie automobilu podľa naklonenia terénu
Teraz už  sme schopní  zobraziť  automobil  do správnej  výšky,  takže pri  prechode cez rôzne časti 
povrchu  nebude  auto  skokovo  meniť  svoju  pozíciu  na  y-ovej  osi  (výška).  Stále  to  však  nie  je 
dostatočné na realistický pohyb automobilu po teréne.  Aby tomu bolo tak, treba auto nakláňať na 
povrchu podľa toho, ako je zakrivený. 
V  programe  som  neuvažoval  odpruženie  kolies.  Kolesá  sa  otáčajú,  sú  však  jeho  pevnou 
súčasťou.  Vďaka tomu môžem hýbať autom ako celkom a nemusím osobitne dopočítavať zložitú 
fyziku odpruženia. Fyzikálne to nie je dokonalý model, vykazuje však dostatočne vysoký vizuálny 
efekt. Vzhľadom na to, že auto má štyri, a nie tri kolesá, mohlo by sa stať, že sa bude jedno koleso 
nachádzať  vo  vzduchu.  Tomu  sa  dá  zabrániť  alebo  už  spomínaným  odpružením  kolies,  alebo 
jednoduchým posunutím automobilu o niečo nižsie. Pri dostatočne rovnom povrchu bez hrboľov a 
výmoľov je to postačujúce. Preto som zvolil tento postup. Pri jeho použití sa taktiež zdá, ako keby 
boli kolesá jeepu mierne zaborené v zemi, čo pôsibí realisticky. 
Teraz sa dostávame k samotnému nakláňaniu automobilu. Každý automobil v programe má 
mnoho  premenných,  vyjadrujúcich  jeho  stav.  Medzi  ne  patria  napríklad  premenné  uchovávajúce 
súradnice  pozície  automobilu  v  priestore.   Veľmi  dôležité  pre  vyrátanie  naklonenia  však  sú  aj 
súradnice  udávajúce pozíciu „predku“ auta. Je to bod, pomocou ktorého je možné určit,  na ktorú 
stranu je auto otočené. Tento bod je od ťažiska automobilu vzdialený presne jednu dĺžkovú jednotku. 
Bez problémov teda môžme vypočítať jednotkový vektor, určujúci smer automobilu v priestore (ďalej 
iba vektor smeru auta). Najprv vždy nasmerujeme automobil smerom, ktorý udávajú tieto súradnice a 
potom ho pootočíme podľa povrchu nasledovne.
V  OpenGL  existuje  funkcia  štandardne  používaná  pre  rotáciu  objektov  v  trojrozmernom 
priestore.  Ako vstupné parametre sú jej predávané štyri hodnoty. Prvé tri sú súradnice vektora okolo 
ktorého chceme objekty otočíť, štvrtým je uhol. Ten udáva, o koľko stupňov má byť objekt otočený. 
Potrebujeme teda zistiť spomínané parametre pre správne nastavenie automobilu.
Normálový vektor polygónu časti povrchu, na ktorom sa ťažisko automobilu práve nachádza, 
je vektor ktorý určuje, ako by malo byť naše auto naklonené. Ten vieme vypočítať pomocou vzorcov 
(1), (2) a (3), popísaných v kapitole  2. 1. 4. Osvetlenie terénu. Tento vypočítaný normálový vektor 
tentoraz  nazvime  v.  Okrem  toho  je  potrebný  aj  normálový  vektor  u, udávajúci,  kde  je  vrch 
automobilu. Smeruje nahor (ešte sme s ním neotáčali) a teda  jeho súradnice sú [0, 1, 0]. Použime 
opäť vzorec (3)  na výpočet  vektorového súčinu dvoch vektorov.  Tým získame vektor,  kolmý na 
normálový vektor auta a tiež kolmý na normálový vektor polygónu na ktorom sa auto nachádza. Toto 
je hľadaný vektor, okolo ktorého budeme model jeepu otáčať. Teraz už len zostáva vypočítať uhol, o 
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3.3.2.3 Pohyb automobilu po povrchu
Teraz už máme zobrazenú krajinu, v nej automobil nastavený tak, aby nelevitoval, ani nebol zarezaný 
do terénu. Aby však bola hra hrou, je tento jeep nutné dať do pohybu.
Počítač je stroj pracujúci s diskrétnymi údajmi. Nie je teda logicky možné automobil plynulo 
posúvať  v  priestore.  Namiesto  toho  automobil  posúvam  po  krokoch.  Medzi  premenné,  ktoré 
charakterizujú stav vozidla patrí aj premenná udávajúca rýchlosť. To je vlastne spomínaný krok, o 
ktorý sa automobil posúva dopredu. Tým sa myslí pohyb v smere, ktorý udáva vektor smeru auta. 
Každý automobil  má  stanovenú svoju maximálnu  rýchlosť  vpred  a  maximálnu rýchlosť  vzad.  V 
tomto rozmedzí môže hráč meniť aktuálnu rýchlosť a tým ovplyvňovať pohyb po krajine. Pri každom 
„kroku“ vozidla je nanovo vyrátaná výška a naklonenie vozidla pre nové súradnice na ktorých sa 
nachádza.  Pri  pohybe vpred  či  vzad jeep taktiež  rotuje  kolesami.  Je  to  nutné ak má jeho pohyb 
pôsobiť realisticky. Jedná sa len o počiatočné natočenie kolies o určíty uhol.
V reálnom svete môžu z pochopiteľných dôvodov autá meniť svoj smer. Inak tomu nie je ani v 
mojom programe. Sú v ňom zadefinované ďalšie dve premenné udávajúce smer otáčania. Sú obdobou 
maximálnej a aktuálnej rýchlosti. Udávajú maximálny uhol, o ktorý je možné sa pohybovať vľavo, či 
vpravo a aktuálny  uhol  o  ktorý  sa  momentálne jeep vychyľuje  z priameho smeru.  Odbočenie  je 
následne zaistené následovne. Podľa aktuálneho uhlu,  o ktorý sa otáčam,  pootočím vektor smeru 
pohybu auta. Následné posunutie automobilu vpred ho preto posunie nie priamo, ale do niektorej 
strany. 
V  rámci  zachovania  čo  najväčšieho  pocitu  reality  premennú  udávajúcu  to,  že  auto  bočí, 
postupne nulujem. Pochopiteľne len v prípade, že hráč nemá stlačenú šípku do strany. To navodzuje 
efekt  zrovnávania  kolies  podobný  reálnemu svetu  (pokiaľ  má  auto  správne  nastavenú geometriu 
kolies). Taktiež je dôležité predné kolesá pootočit o uhol, o ktorý automobil mení smer. V opačnom 
prípade by pohyb pôsobil neprirodzene.
3.3.2.4 Zrážky objektov
Bez  tohto  základného  fyzikálneho  javu  by  nebolo  možné  vytvoriť  asi  žiadnu  hru.  V  hre  je 
implementovaná zrážka auta so stromom.  Tie tak tvoria prirodzené prekážky v prejazde cez krajinu. 
Taktiež sú implementované zrážky s ovcami, ktoré sú náhodne rozmiestnené po krajine a sú akýmisi 
„checkpointami“ pre hráčov. 
V prípade,  že  hráč  narazí  do stromu,  jeho auto sa zastaví.  Ak však prejde cez ovcu,  jeho 
rýchlosť sa nezmení a automobil pokračuje ďalej v nezmenenom smere. Implementácia zložitejšieho 
fyzikálneho správania by bola príliš náročná a nebola predmetom práce. Z toho istého dôvodu nie sú 
riešené zrážky automobilov medzi sebou vôbec. Správne spočítať rozloženie síl a hybností pri zrazení 
sa  dvoch  áut,  ich  prípadné  havárie  a  následné  demolácie  modelov,  je  úloha  prevyšujúca  rozsah 
bakalárskej práce. Jednoducho by bolo možné spraviť, aby sa zastavili obe autá. To by však radikálne 
znížilo hrateľnosť hry.
Princíp riešenia zrážok objektov je nasledovný. Okolo každého objektu, ktorého zrážky chceme 
brať do úvahy, vytvoríme jednoduchý plášť. Ten môžeme plášťu pôvodného objektu viac či menej 
aproximovať. 
V prípade, že si pre aproximáciu vyberieme guľu bude to jednoduchšie pre výpočetný výkon, 
no bude to menej realistický svet. Môže sa však stať, že nejaká časť objektu bude pretŕčať mimo 
plášť. Tá potom môže naraziť a kolízia nebude detekovaná. Ak vyberieme guľu s väčším polomerom 
tak, aby pokryla celý objekt, ale evidentne bude vačšia, kolízia môže byť naopak detekovaná, aj keď 
sa k inému objektu iba priblížime. 
Mohli by sme pre aproximáciu pôvodného objektu zvoliť objekt čo najpodobnejší pôvodnému. 
Vtedy sa budú zdať zrážky realistické, opäť však za cenu vyšších nárokov na hardvér.
Ja  som  zvolil  hardvérovo  najjednoduchšiu  možnosť.  Okolo  jeepu  som  vytvoril  guľu.  Jej 
polomer som zvolil tak, aby priemerne obsiahol celý model auta. Detekcia kolízií v takomto prípade 
prebieha veľmi jednoducho. Vždy, keď sa automobil posunie o určitý krok dopredu, zisťujem, či sa v 
definovanom okolí  (spomínaná guľa)  nenachádza nejaký objekt.  Pôvodne som prechádzal  všetky 
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zobrazené stromy, aby som detekoval, či nedošlo k zrážke s nejakým z nich. Z dôvodu optimalizácie 
som program pozmenil, aby kontroloval len stromy v najbližšej vzdialenosti jeepu. 
Ak je detekovaná zrážka so stromom, automobil  je posunutý o krok späť (tam kde ešte nebol v 
kolíznej situácií) a jeho aktuálna rýchlosť je nastavená na nulu. 
V prípade oviec je technika detekcie kolízie rovnaká. No pri zrážke s ňou nedochádza k zmene 
rýchlosti. Konkrétna ovca je označená za mŕtvu a už už viac nie je zobrazovaná. 
3.4 Ovce
Štandardné automobilové preteky sú zväčša situované na nejaký závodný okruh. Existujú však aj hry, 
v ktorých je úlohou „zbierať checkpointy“. Tento princíp hry som si vybral aj ja. Za checkpointy som 
zvolil modely oviec. Tie musí hráč, ovládajúci jeep, zbierať. 
Model ovce je vytvorený opäť v programe  Blender. Je to celkom zložitý model. No do hry 
zapadá  veľmi  dobre  a  dodáva  jej  svojský  charakter.  Ovce  sú  po  teréne  rozmiestnené  náhodne. 
Celkovo sa ich v prostredí nachádza desať. Jedna z nich je vždy aktívna. Nad touto je zobrazený 
model  šípky.  Tento  model  je  zafabený  jasne  červenou  farbou  a  má  za  úlohu  ukazovať  kde  sa 
nachádza aktívna ovca. 
Obrázok 3. 3. Model ovce použitej v programe. Spĺňa funkciu checkpointu.
3.5 Ostatné zobrazované objekty
Už boli spomenuté hlavné objekty, ktoré sú zobrazované v hre. Bola im taktiež venovaná značne 
rozsiahla časť práce. Bez krajiny,  automobilov a oviec by síce hra nebola hrateľná, no len s týmito 
prvkami by však pôsobila pusto. 
Bolo treba vyobraziť ešte niekoľko dôležitých vecí. Každá hra by mala mať aspoň základné 
menu.  Tak  je  tomu aj  tejto  práci.  Menu,  ako  aj  všetky  jeho  položky,  sú zobrazené ako  objekty 
billboardov, na ktoré bola namapovaná príslušná textúra. Jednotlivé jeho položky majú dva stavy. 
Tými sú stav označený a neoznačený. V každom z týchto prípadov je na billboard konkrétnej položky 
namapovaná iná textura.
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Pokiaľ užívateľ spustí samotnú hru, v pravom dolnom rohu svojej polovice obrazovky si určite 
všimne jednoduchý tachometer, zobrazujúci aktuálnu rýchlosť automobilu. Taktiež sa na vrchnej časti 
hráčovi  prislúchajúcej  polovice  obrazovky  zobrazujú  malé  ikonky  oviec.  Tie  znázorňujú  počet 
zozbieraných checkpointov. Ikona sa mení podľa toho, či je skóre kladné alebo záporné.
Niektoré  zo  spomínaných  objektov,  napríklad  tachometer,  či  počítadlo  skóre  je  vidieť  na 
Obrázku 3. 4.
3.6 Princíp zobrazenia dvoch hráčov
Jednou z podmienok zadania bola požiadavka pre hru dvoch hráčov. Tento problém som vyriešil 
pomocou jednoduchej funkcie OpenGL, ktorá horizontálne rozpolí obrazovku na dve časti. V každej 
časti zobrazujem obraz jedného hráča a k nemu prislúchajúce počítadlo a tachometer.
V hornej časti je zobrazený hráč, ovládajúci zelený jeep. V dolnej naopak ten, ktorý ovláda 
jeep s hnedou textúrou.
Obrázok 3. 4. Na obrázku je záber z hry. Môžme pozorovať prostredie, automobil aj model ovce.  
Horný hráč ovláda zelený jeep. V ľavom hornom rohu v jeho časti obrazovky sú zobrazené dve šedé  
ikony ovce. To značí, že hráč má skóre -2. Naopak hráč v dolnom okne má skóre 3. To znázorňujú tri  
ikony oviec v bielej farbe. U oboch hŕačov je tachometer zobrazujúci aktuálnu rýchlosť.
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4 Popis pravidiel hry a jej ovládanie
Celá hra je zobrazovaná v okne s rozlíšeím 800 × 600 pixelov. Po spustení sa užívateľovi zobrazí 




Hra je pochopiteľne pri voľbe položky „Koniec“ ukončená. Možnosť „Help“ zobrazí  stručný 
manuál ku hre. Tu sú napísané pravidlá, ovládanie a informácie o autorovi. Ak užívateľ zvolí v menu 
položku „Start“, obrazovka sa rozdelí, zobrazí sa okno podobné Obrázku 3. 4. 
Ovládanie hry je veľmi jednoduché a intuitívne.  Medzi  položkami v menu sa hráč prepína 
pomocou šípok nahor a nadol.  Svoju voľbu potvrdzuje  stlačením klávesy enter.  V prípade,  že je 
stlačená klávesa Esc, hra je ukončená.
Samotná hra je určená pre dvoch hráčov. Každý z nich ovláda jedno vozidlo. Prvý hráč používa 
klávesy „w“, „s“, „a“, „d“. Pomocou nich hráč pridáva, spomaľuje, cúva, zahýba vľavo a zahýba v 
pravo (v tomto poradí). Ak chce hráč prudko zabrzdiť, je na to určená klávesa „z“. Ovládanie druhého 
hráča má rovnakú logiku. Namiesto kláves „w“, „s“, „a“, „d“ však používa  „i“, „k“, „j“, „l“ (v tomto 
poradí). Tento hráč má taktiež k dispozícii brzdu pomocou klávesy „m“. Ak je teraz stlačená klávesa 
Esc, hra je prepnutá späť do úvodného menu.
V prostredí, v ktorom sa môžu hráči so svojimi vozidlami pohybovať, sa nachádza desať oviec. 
Vždy jedna z nich je aktívna. Tá je vyznačená veľkou červenou šípkou,  ktorú je možné vidieť z 
každého miesta povrchu a ktorá ukazuje na aktívnu ovcu. Ak niektorý hráč prejde aktívnu ovcu, je 
mu pripočítaný bod. Ovca zmizne a aktívnou sa stane iná. Úlohou oboch hráčov je zozbierať čo 
najviac aktívnych oviec. V prípade, že počas snahy zobrať aktívnu ovcu niekto zoberie ovcu, ktorá 
nie je vyznačená, táto zmizne z mapy, no bod sa hráčovi odpočíta.
Je teda logické, že najväčší možný počet získaných v hre je 10. Naopak, najmenšie možné 
skóre  je  -9.  Po  zozbieraní  všetkých  oviec  z  mapy,  je  hra  ukončená  a  je  zobrazený  víťaz  hry. 
Následným stlačením klavesy enter alebo esc sa hra opäť prepne do úvodného menu.
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5 Záver
Cieľom tejto práce bolo vytvoriť hru, simulujúcu preteky automobilov pre dvoch hráčov v 3D. Tento 
cieľ som splnil. Pretekárska dráha bola zamenená za prostredie pripomínajúce voľný terén a tradičné 
počítanie času, za ktorý automobily prejdú okruh zas vystriedala menej tradičná predstava pretekov. 
Tá však svojou nápaditosťou dodala hre osobitý charakter.  
K tomu bolo  potrebné preštudovať  technológie  vytvárania  povrchov,  zobrazovania  krajiny, 
oblohy a iných prvkov. Pomocou nich som sa snažil o priblíženie sa k realite. 
Niektoré problémy však boli natoľko rozsiahle, že nebolo možné ich dostatočne preskúmať. 
Jednalo sa hlavne o tvorbu zložitejších fyzikálnych modelov. Toto ponechám ako tému ďalšej práce.
Obzvlášť  sa  mi  však  páčilo  prepojenie  moderných  programov  pre  tvorbu  trojrozmerných 
počítačových  modelov  s  jazykom  C++  využívajúcim  knižnicu  OpenGL.  Konkrétne  sa  jedná  o 
programy  Blender a  3ds  Max.  Verím,  že  po  podrobnejšom  preskúmaní  týchto  programov  v 
budúcnosti budem schopný dosiahnuť ešte užšiu spoluprácu a podarí sa mi importovať do programu 
také veci ako je napriklad animácia.
19
Literatúra
[1] Shreiner D., Woo M., Nedier J., Davis T.: OpenGL Průvodce programátora Computer Press 
2006, ISBN 80-251-1275-6
[2] Tutorial/OpenSG1/Windows - OpenSG – Trac, [online], [18. 5. 2009],
http://opensg.vrsource.org/trac/wiki/Tutorial/OpenSG1/Windows 
[3] Článok na Wikipédií o filtrovaní textúr, [online], [18. 5. 2009],
http://wiki.aqsis.org/dev/texture_filtering




Príloha 1. CD so zdrojovými kódmi a spustiteľným programom
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