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Zusammenfassung
Sensornetzwerke sind ein wichtiges Werkzeug umDaten über die Umwelt zu sam-
meln, jedoch müssen sie oĞ an einen bestimmten Anwendungsfall angepasst wer-
den, wofür fortgeschriĴene Kenntnisse in der Programmierung vonnöten sind. Da
Sensornetzwerke häuﬁg in der Ökologie, der Geologie oder für die Heimautoma-
tisierung eingesetzt werden, haben viele ihrer AnwenderInnen nicht die dafür be-
nötigten Programmierkenntnisse. Aus diesem Grund wurde in dieser Arbeit ein
Sensornetzwerkmit einer dazugehörigen ProgrammierschniĴstelle erstellt, die sich
durch starke Abstrahierung von technischer Komplexität speziell an AnwenderIn-
nen mit geringen Programmierkenntnissen richtet. Anforderungen an die SchniĴ-
stelle wurden durch eine ausführliche Literaturrecherche und einer Fokusgruppen-
studie erhoben. Nach der Implementierung wurde die Benutzbarkeit der Program-
mierschniĴstelle in einer Nutzerstudie evaluiert und mit einem ähnlichen System
verglichen. Das Sensornetzwerk wurde in Feldexperimenten auf seine praxistaug-
lichkeit untersucht.
Abstract
Sensor networks are an important tool for acquiring data about the environment.
Creating and conﬁguring such networks, as it is oĞen necessary in practical use,
requires advanced programming skills. Because sensor networks are oĞen used in
ecology, geology or home automatation, many of their users do not have suﬃcient
programming knowledge to do so. Therefore, a programming interface for sensor
networks, explicitly aimed at users with modest programming skills by abstraction
of technical complex components, has been created as part of this thesis. A thorough
literature review, as well as a user study with focus groups have been conducted
to establish requirements for this system. AĞer the implementation, the usability of
the programming interface has been evaluated and compared to a similar system in
another user study. Furthermore, a technical evaluation was conducted to determi-
ne the practical suitability of the sensor network aﬃliated with the programming
interface.
Einleitung
1 Einleitung
Durch ein breites Informationsangebot im Internet undderMöglichkeit, eigene Pro-
jekte über soziale Medien zu präsentieren, erfährt die seit den 1950er Jahren be-
stehende Do-it-yourself-Bewegungmomentan eine Renaissance (Dougherty, 2012).
Immer kleinere undkostengünstigere Bauteile (Moore, 1965),Open-Source-SoĞware,
sowie Technologien wie der 3D-Druck, ermöglichen die Umsetzung von privaten
Hardwareprojekten. Bauanleitungen und fertige Projekte werden im Internet mit
gleichgesinnten geteilt¹² und auf Messen³ präsentiert. Die daraus hervorgegangene
Maker-Bewegung (Dougherty, 2012) erfreut sich seit dem Jahr 2011 immer größerer
Beliebtheit (Hartmann & Mietzner, 2017) und weltweit entstehen oﬀene Werkstät-
ten⁴, die einen Ort zum gemeinsamen Umsetzen von Projekten bieten.
Mit der vierten industriellen Revolution (Was ist Industrie 4.0?, o. J.) und dem Be-
ginn der Ära des Ubiquitous Computing (Weiser, 1991; Greenﬁeld, 2010) spielt die
Vernetzung von Geräten, zum Beispiel in Form von Sensornetzwerken, eine immer
größere Rolle. Auch in der Maker-Szene rücken vernetzte Systeme, beispielsweise
für die Heimautomatisierung, immer mehr in den Fokus.
Da es sich bei Sensornetzwerken um komplexe Systeme handelt, die auf ver-
schiedene Hardwarekomponenten, sowie drahtloser Kommunikation untereinan-
der und häuﬁg einer Anbindung an das Internet auĠauen, gestaltet sich auch die
Entwicklung von SoĞware für solche Systeme als schwierig. Das dafür benötigte
Fachwissen geht dabei über die durchschniĴlichen Kenntnisse von Autodidakten,
die einen Großteil der Anhänger der Maker-Szene stellen, hinaus. So müssen Pro-
gramme für Sensorknoten, diemeist über wenig Rechenleistung verfügen und über
einen Akku mit Strom versorgt werden, sehr eﬃzient und robust geschrieben wer-
den, um eine lange Betriebsdauer und geringe Fehleranfälligkeit zu gewährleis-
ten. Angeschlossene elektronische Komponenten werden oĞ über digitale Proto-
kolle angesteuert, die fortgeschriĴeneKonzepte der Programmierungwiemanuelle
Speicherverwaltung erfordern. Auch für die Kommunikation zwischen den Knoten
eines Sensornetzwerks sind technisch komplexe Aufgaben wie Serialisierung und
¹hĴps://www.thingiverse.com/
²hĴps://makezine.com/
³hĴps://makerfaire.com/
⁴hĴps://www.fablabs.io/
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Deserialisierung von Daten, Synchronisation zwischen mehreren Geräten, die Ver-
wendung von Sockets und das Aufrechterhalten der Verbindung nötig.
In einigen NaturwissenschaĞen wie der Geologie und der Ökologie werden Sen-
sornetzwerke bereits heute eigesetzt, um Messdaten zu erheben (Hart & Martinez,
2006). Durch die Anbindung des Netzwerks an das Internet kann global auf die-
se Daten zugegriﬀen werden. OĞ wird proprietäre SoĞware, wie die visuelle Pro-
grammierumgebung LabVIEW⁵verwendet, um Sensoren auszulesen und Messda-
ten zu verarbeiten. Solche SoĞware ist jedoch häuﬁg teuer⁶ und nicht quelloﬀen.
Dadurch wird die Konﬁguration und Erweiterung des Systems, wie es beispiels-
weise beim Einsatz selbst entwickelter Hardware nötig ist, erschwert.
Ein weiteres Einsatzgebiet von Sensornetzwerken ist die Heimautomatisierung
(Hussain et al., 2009), bei der Geräte in der Wohnung auf Basis von Messdaten an-
und ausgeschaltet werden. Auch das Auslesen von Daten und das Steuern von Ge-
rätenüber das Internet oder einen Sprachassistenten ist bei Smart-Home-Anwendungen
üblich. Existierende kommerzielle Lösungen beschränken sich in ihrem Funktions-
umfang oĞ auf einfache Geräte wie Lampen, LüĞung und Heizung. Außerdem ist
es Herstellern möglich, Daten der Geräte einzusehen (Day et al., 2019), was im Fall
von Systemen zu Heimautomatisierung einen gravierenden Eingriﬀ in die Privat-
sphäre von AnwenderInnen darstellt.
Bei NutzerInnen von Sensornetzwerken in beiden eben genanntenAnwendungs-
fällen kann von einer gewissen technischen Aﬃnität ausgegangen werden. Aller-
dings ist tieferesWissen im Bereich der Programmierung, der SoĞwareentwicklung
und der Elektronik bei diesen Nutzergruppen oĞ nicht vorhanden.
In dieser Arbeit soll deshalb eine einfach zu bedienende PlaĴform geschaﬀen
werden, mit der EndnutzerInnen selbst Projekte auf Basis von Sensornetzwerken
umsetzen können. Dazu sollen keine fortgeschriĴene Konzepte der Programmie-
rung und komplexes technisches Hintergrundwissen vonnöten sein. Die PlaĴform
soll oﬀen aufgebaut sein undmehr Flexibilität bieten als proprietäre Lösungen. Au-
ßerdem sollenmit der PlaĴform erstellte Sensornetzwerke autark betriebenwerden
können, um Unabhängigkeit von den Diensten DriĴer zu gewährleisten.
⁵hĴps://www.ni.com/de-de/shop/labview.html
⁶hĴp://www.ni.com/de-de/shop/labview/select-edition.html
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2 Ziele der Arbeit
In dieserArbeit soll durch einennutzerzentriertenAnsatz eine ProgrammierschniĴ-
stelle für Sensornetzwerke entwickelt werden, die auch für NutzerInnen mit wenig
Programmier- und Elektronikerfahrung zugänglich ist.
Die Bedürfnisse und Ziele von NutzerInnen bei der Entwicklung von Projekten
für das Internet der Dinge (Internet of Things, IoT) stellen einenwichtigenAspekt für
die Umsetzung der ProgrammierschniĴstelle dar (Krajewski, 2017). Deshalb sollen
diese erhoben, zusammengefasst und präsentiert werden.
Im Rahmen einer Nutzerstudie soll die ProgrammierschniĴstelle evaluiert und
mit ähnlichen Projekten verglichen werden. Die Ergebnisse dieser Studie sollen zu-
sammengefasst und ausgewertet werden, um Probleme der SchniĴstelle aufzude-
cken undWünsche der NutzerInnen zu erkennen, sodass ein Leitfaden für die über
diese Arbeit hinausgehende Weiterentwicklung des Systems erstellt werden kann.
Auf Basis der in Anforderungserhebung und Evaluation aggregierten Daten und
der im Verlauf der Entwicklung gesammelten Erfahrungen sollen allgemeine De-
signempfehlungen für den AuĠau von ProgrammierschniĴstellen - insbesondere
im Bereich der Sensorik und des Internet of Things - erstellt und präsentiert werden.
Diese in dieserArbeit entwickelte ProgrammierschniĴstelle ist Teil des vomSensorik-
Applikationszentrum⁷ der OTH Regensburg durchgeführten FUSION-Projekts⁸. Im
Rahmen dieses Projekts soll ein Open-Source-Framework zum Erstellen modularer
SensorplaĴformen entstehen, das zahlreicheHardwareplaĴformen unterstützt und
Machine-Learning, sowie Sensorfusion integriert.
⁷hĴps://www.sappz.de/
⁸hĴp://www.fusion-project.io/
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3 Vorgehen
Zu Beginn der Arbeit wurde eine umfassende Literaturrecherche durchgeführt, mit
deren Hilfe ein Überblick über die Thematik des End User Programming und des
Internet der Dinge geschaﬀen wurde.
Durch eine Nutzerstudie mit Fokusgruppen sollten die Anforderungen potenti-
eller Endnutzer erhoben werden. Dabei waren vor allem die Bedürfnisse und Ziele
der NutzerInnen bei der Entwicklung von IoT-Projekten, sowie deren Vorwissen
im Bereich der Programmierung, Elektronik und Sensorik interessant. Diese Studie
wird in Kapitel 5 näher beschrieben.
Neben den Anforderungen der NutzerInnen sind auch technische Aspekte und
Designentscheidungen bei der Entwicklung der ProgrammierschniĴstelle relevant.
IoT-Projekte bestehen aus zahlreichen Komponenten, da mehrere Geräte mit einem
bestimmten Protokoll über eine DrahtlosschniĴstelle miteinander kommunizieren.
Aufgrund dieser komplexen Anforderungen muss im Rahmen der Durchfüh-
rung von IoT-Projekten entschieden werden, welche Hardware, Programmierspra-
che, Kommunikationsprotokolle und SchniĴstellen verwendetwerden. Die imRah-
men dieser Arbeit verwendeten Komponenten wurden auf Basis von Fachlitertur,
etablierten Paradigmen und verwandten Projekten deﬁniert.
Aus den auf diese Weise erhobenen Anforderungen ergab sich ein Grundgerüst
für den AuĠau der ProgrammierschniĴstelle, auf Basis dessen eine Referenzimple-
mentierung eines Sensornetzwerks und einer dazu gehörigen API umgesetzt wur-
de.
Nach der Fertigstellung undVeröﬀentlichung der ProgrammierschniĴstelle wur-
de in einer Nutzerstudie mit sieben ProbandInnen aus der Zielgruppe die Bedien-
barkeit der dieser API evaluiert und mit einem ähnlichen System verglichen (siehe
Kapitel 9.1). Dabei wurden Möglichkeiten zur Verbesserung der API qualitativ er-
hoben, auf Basis derer die ProgrammierschniĴstelle weiterentwickelt werden kann.
Darüber hinaus wurden die im Laufe dieser Arbeit gesammelten Erkenntnisse
zum Design von ProgrammierschniĴstellen zusammengefasst (siehe Kapitel 10.1).
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4 Related Work
In diesem Kapitel wird zunächst einschlägige Literatur zum Internet der Dinge,
Sensornetzwerken, sowie End User Programming vorgestellt. Anschließend wer-
den existierende Projekte präsentiert, die End User Programming für Sensornetz-
werke ermöglichen und deren Vor- und Nachteile diskutiert. AuĠauend auf diese
Literaturrecherche und die in Kapitel 5 beschriebene Vorstudie werden Anforde-
rungen an die in dieserArbeit entwickelte ProgrammierschniĴstelle für Sensornetz-
werke deﬁniert, die in Kapitel 6 aufgeführt sind.
4.1 Internet of Things
Das bereits 1991 von Mark Weiser in seinem Aufsatz “The Computer for the 21st
Century“ (Weiser, 1991) antizipierte und 1999 von Kevin Ashton (Ashton, 2009) be-
nannte Konzept des Internet of Things (IoT) bezeichnet eine Infrastruktur, bei der
Objekte der physischen Welt miteinander vernetzt sind und Daten über sich selbst
und ihre Umgebung erheben und versenden können. Dies stellt einen gravierenden
Paradigmenwechsel dar, der von Ashton in seiner Wichtigkeit mit dem der Einfüh-
rung des Internets gleichgesetzt wird. Ashton begründet die Wichtigkeit eines In-
ternets der Dinge mit der Fähigkeit von Computern, selbstständig Daten über die
physische Welt zu sammeln, da Menschen, von denen ein Großteil des momenta-
nen Inhalts des Internets stammt, dazu aufgrund von begrenzter Zeit und Präzision
nur eingeschränkt in der Lage sind. Das automatisierte Sammeln und Interpretie-
ren von Daten über die Umwelt führt zu optimierten Prozessen und einer daraus
resultierenden Reduzierung von Kosten und Abfall:
«If we had computers that knew everything there was to know about
things—using data they gathered without any help from us—wewould
be able to track and count everything, and greatly reduce waste, loss
and cost. We would know when things needed replacing, repairing or
recalling, and whether they were fresh or past their best.»
(Ashton, 2009)
MaĴern & Flörkemeier (2010) führen diesen Gedanken weiter aus und legen drei
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wesentliche Bereiche fest, die von einem Internet der Dinge proﬁtieren würden:
Kommerziell Logistische Prozesse können durch detaillierteDaten besser automa-
tisiert und dadurch optimiert werden.
Sozial und Politisch Verbesserte Lebensqualität durch Assistenzsysteme und in-
telligente Infrastruktur.
Persönlich Produkte und Dienste für Unterhaltung, Sicherheit und Unterstützung
im persönlichen Alltag.
Konkret können über Sensoren aktuelle Daten zum Zustand eines Systems er-
hoben werden. Diese können verwendet werden, um bestehende Prozesse zu opti-
mieren, oder besser auf kritische Situationen reagieren zu können. Im allgemeinen
sehen MaĴern & Flörkemeier (2010) Sensoren als einen grundlegenden Bestandteil
des Internet der Dinge:
«Using sensors, they are able to perceive their context, and via built-in
networking capabilities they would be able to communicate with each
other, access Internet services and interact with people.»
(MaĴern & Flörkemeier, 2010, S. 2)
Frühe Ansätze zum Internet der Dinge, beispielsweise von Weiser (1991), basie-
ren auf Technologien wie Barcodes oder RFID, die auf räumliche Nähe von Ob-
jekten zueinander angewiesen sind. MaĴern & Flörkemeier (2010), sowie Chong &
Kumar (2003), beschreiben hingegen bereits Sensornetzwerke, deren Knoten durch
Funkprotokolle wie WLAN und ZigBee⁹ über große Distanzen miteinander kom-
munizieren. Solche Netzwerke werden unter anderem in NaturwissenschaĞen wie
der Geologie und der Biologie verwendet. Beispiele dafür zeigen Hart & Marti-
nez (2006) in einem Überblick über verschiedene Environmental Sensor Networks im
praktischen Einsatz.Während bereits 1939 die erste automatischeWeĴerstation ent-
wickelt wurde (Diamond & Hinman, 1940), funktionierten Umweltsensoren meist
passiv und mussten manuell ausgelesen werden. Ein Defekt wurde dadurch erst
⁹hĴps://www.zigbee.org/zigbee-for-developers/zigbee-pro/
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beim nächsten Auslesen bemerkt, wodurch Daten verloren gingen. Durch Sensor-
netzwerke mit Anbindung an das Internet können Messdaten von Sensoren an ab-
gelegenen Orten global und in Echtzeit ausgelesen werden. Sind die Sensorknoten
mit einer autarken Stromversorgung wie einer Solarzelle ausgestaĴet, so verringert
sich der Aufwand der Instandhaltung auf ein Minimum: Die Sensorknoten müssen
einmalig vor Ort platziert und nur im Falle eines Defekts wieder aufgesucht wer-
den. Dies vereinfacht den Einsatz von Sensoren an entlegenen oder gefährlichen
Orten. Aufgrund dessen und der Tatsache, dass durch Echtzeitdaten früh vor even-
tuellen Katastrophen gewarnt werden kann, bezeichnen Hart & Martinez (2006)
Sensornetzwerke als ein wichtiges Werkzeug für UmweltwissenschaĞler:
«Environmental Sensor Networks will become a standard research tool
for future Earth System and Environmental Science.»
(Hart & Martinez, 2006, S. 1)
Während Hart und Martinez Sensornetzwerke für den wissenschaĞlichen Ein-
satz vorstellen und MaĴern und Flörkemeier sich vor allem auf industrielle Pro-
zesse konzentrieren, ist auch dieHeimautomatisierung für private AnwenderInnen
ein Teilbereich des Internet der Dinge. Dadurch entstehen neueHerausforderungen
für das Design der NutzerschniĴstellen des Systems, da von NutzerInnen mit we-
nig technischem Verständnis auszugehen ist. Krajewski (2017) gibt in ihremArtikel
Empfehlungen für nutzerzentriertes Design im Bereich des Internet der Dinge. Da
die Interaktion mit Artefakten des IoT oĞ nicht über eine konkrete NutzerschniĴ-
stelle staĴﬁndet, sondern auf einemZusammenspiel aus Sensorik undAlgorithmen
basiert, sollte beimUser Experience Design für IoT-Anwendungen die Rolle einesOb-
jekts in einer größeren ProzesskeĴe berücksichtigt werden. Durch das individuelle
Zusammenstellen verschiedener Smart-Home- und IoT-Produkte sind NutzerInnen
selbst in der Lage, Einﬂuss auf ihre Nutzererfahrung zu nehmen.
«[Designers] are no longer responsible for a particular experience, pre-
deﬁned by design. Instead they should equip users with tools that turn
them into makers of their own individual experiences.»
(Krajewski, 2017)
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Krajewski (2017) bezeichnet Smart Home als momentan noch zu teuer für die All-
gemeinheit, allerdings sind bereits zahlreiche kommerzielle Produkte wie “smarte“
Lampen¹⁰, Sprachassistenten¹¹ oder vollständige Smart-Home-Systeme verfügbar.
Am Ende ihres Artikels warnt Krajewski (2017) vor dem Missbrauch von IoT-
Geräten durch die Industrie, um Daten über NutzerInnen zu sammeln. Dieser As-
pekt wurde auch schon vonMaĴern & Flörkemeier (2010) behandelt, die von einem
Abwägen zwischen Sicherheit und Freiheit, sowie Komfort und Privatsphäre spre-
chen.
DassHersteller von IoT-Geräten tatsächlichDaten ihrerNutzerInnen in Formvon
Sprachaufnahmen erheben und auswerten, wird von Day et al. (2019) beschrieben.
So lässt die FirmaAmazonMitarbeiterInnen Tonspuren transkribieren, diemit dem
Sprachassistentensystem “Amazon Alexa“ aufgezeichnet wurden. Diese enthalten
teilweise sensible Inhalte wie Gespräche von Kindern oder Kontodaten.
NutzerInnen haben durch diverse quelloﬀene Produkte und Projekte (Brown,
2016) die Möglichkeit, IoT- und Smart-Home-Systeme zu verwenden, ohne kom-
merziellen Unternehmen Zugriﬀ auf ihre persönlichen Daten zu gewähren. Diese
erlauben auch die Anpassung und Erweiterung der Systeme nach eigenen Bedürf-
nissen. Nach Krajewski (2017) ist diese Anpassbarkeit auch ein Zeichen für gutes
User Experience Design:
«[Designers] facilitate the environment to enable users to autonomously
create their own individual experiences.»
(Krajewski, 2017)
4.2 End User Programming
Unter End User Programming oder End User Development versteht man die Konﬁgu-
ration und Erweiterung bestehender SoĞwareartefakte durch deren NutzerInnen.
Durch gezielteModiﬁkationen können Programme so an speziﬁscheAnwendungs-
fälle angepasst werden, die von generischer SoĞware nicht abgedeckt werden. Ko
et al. (2011) heben in ihrer Deﬁnition den persönlichen Nutzen dieser Änderungen
hervor:
¹⁰hĴps://www2.meethue.com/de-de
¹¹hĴps://www.amazon.com/Amazon-Echo-And-Alexa-Devices/b?ie=UTF8&node=9818047011
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«[EndUser Programming is] programming to achieve the result of a pro-
gram primarily for personal, rather public use.»
(Ko et al., 2011, S. 4)
Dies steht im Gegensatz zu professioneller SoĞwareentwicklung, bei der die Ent-
wicklerInnen von Programmen nicht zwingend auch deren AnwenderInnen sind.
Das Gebiet des End User Programming umfasst neben der von Nardi (1993) un-
tersuchtenVerwendungvon Spreadsheets auch Skriptsprachen, Low-Code-PlaĴformen,
Visuelle Programmierung und Programmierparadigmen wie Natural Programming
und Programming by Example (Lieberman et al., 2006). Dabei werden selten vollstän-
dige Programme erzeugt, sondern der Funktionsumfang bestehender Programme
erweitert oderArbeitsabläufe dieser automatisiert. Dies kannüber dedizierte Skript-
sprachen (z.B.MatLab¹²), visuelle Programmierumgebungen (z.B. LabVIEW¹³), einer
Kombination von beidem in Form von Spreadsheets (z.B. Excel¹⁴) oder der Verarbei-
tung von Anweisungen in natürlicher Sprache (Natural Programming, z.B. Wolfram
Alpha¹⁵) umgesetzt sein.
Anforderungen an ein SoĞwareartefakt können vor der Implementierung nicht
vollständig erhobenwerden und können sich auchwährendder Benutzung ändern,
da AnwenderInnen, und damit auch Bedürfnisse, sich weiterentwickeln (Costabile
et al., 2003). Dadurch, dass NutzerInnen nicht auf SoĞwareentwickler angewiesen
sind, wenn sie Funktionalität benötigen, welche existierende SoĞware nicht bereit-
stellt, können durch End User Programming Zeit und Kosten eingespart werden.
Durch die Möglichkeit, bestehende Systeme anzupassen, entfällt für NutzerInnen
darüber hinaus das Erlernen neuer SoĞware.
Für die Entwicklung von SoĞware für sehr spezielle Anwendungsgebiete, wie
beispielsweise in den NaturwissenschaĞen, kann domänenspeziﬁsches Fachwis-
sen vonnöten sein. Hier ist es oĞ sinnvoll, End-User-Programming-PlaĴformenwie
zum Beispiel visuelle Programmierumgebungen einzusetzen, sodass NutzerInnen
mit fachlichem Hintergrundwissen ihre Anwendungen selbst entwicklen können
(Mayhew, 1992; Paternò, 1999).
¹²hĴps://www.mathworks.com/products/matlab.html
¹³hĴps://www.ni.com/de-de/shop/labview.html
¹⁴hĴps://products.oﬃce.com/en/excel
¹⁵hĴps://www.wolframalpha.com/
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Obwohl der eigene Nutzen beim End User Programming im Vordergrund steht,
können fertige Programme und gewonnenes Wissen trotzdem mit der Öﬀentlich-
keit geteilt werden (Costabile et al., 2006; Pipek & Kahler, 2006). Diese Art der SoĞ-
wareentwicklung bildet eineGrundlage für dieOpen-Source-Bewegungund brach-
te viele wichtige SoĞwareartefakte wie den Linux-Kernel (The mind behind Linux |
Linus Torvalds, 2016, 2:35 bis 3:05) und die VersionsverwaltungssoĞware git¹⁶ (Tech
Talk: Linus Torvalds on git - YouTube, 2007) hervor.
Um End User Programming zu unterstützen, sollte ein System einfach zu ver-
stehen, zu lernen, zu lehren und zu testen sein (Lieberman et al., 2006). Eine ﬂache
Lernkurve spielt dabei eine entscheidende Rolle (Dertouzos, 1998; MacLean et al.,
1990; Wulf & Golombek, 2001), da NutzerInnen des Systems meist keine Erfahrung
in der SoĞwareentwicklung haben.
Damit ein einfacher Einstieg in ein System gewährleistet werden kann, ohne er-
fahrene AnwenderInnen durch einen begrenzten Funktionsumfang einzuschrän-
ken, empﬁehlt sich ein modularer AuĠau mit mehreren Stufen der Komplexität
(Henderson & Kyng, 1992; Mørch, 1995; Stiemerling, 2000). Dies wird beispielswei-
se bei Arduino durch stark abstrahierte, quelloﬀene Programmbibliotheken reali-
siert. Weniger komplexe Projekte können alleine durch Kontrollstrukturen und ein-
fache Funktionsaufrufe umgesetzt werden, während erfahrene NutzerInnen auch
Zugriﬀ auf technisch anspruchsvollere Funktionalität wie manuelle Speicherver-
waltungundZeiger haben, oder sogar eigeneProgrammbibliotheken schreiben kön-
nen. Die visuelle ProgrammierumgebungNode-RED stellt Module für die wichtigs-
ten Funktionen bereit, neue Module aus der Community können aber über einen
Paketmanager eingebunden werden. Eigene Module für Node-RED können mit Ja-
vaScript implementiert werden.
Da es sich bei der Programmierung um ein vielschichtiges und komplexesAufga-
bengebiet handelt (Brooks, 1986), ist es bei derUmsetzung einer End-User-Programming-
SchniĴstelle besonders wichtig, das Vorwissen, die Ziele und die Bedürfnisse der
zukünĞigen NutzerInnen zu kennen und zu berücksichtigen.
«There are only two ways to [...] bridge the gap between goals and sys-
¹⁶hĴps://git-scm.com/
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tem: move the system closer to the user; [or] move the user closer to the
system»
(Norman & Draper, 1986, S. 43)
Laut Smith et al. (1996) funktioniert es im Bereich der Programmierung jedoch
selten, NutzerInnen dazu zu bringen, sich an ein System anzupassen, weshalb nur
die Möglichkeit bleibt, Systeme nutzerzentriert zu gestalten und so aufzubauen,
dass sie dem mentalen Modell der NutzerInnen möglichst ähnlich sind.
Dies kann durch eine ausführliche Anforderungserhebung und einen iterativen
Entwicklungsprozess mit regelmäßiger Evaluation des Systems erreicht werden.
Myers&Stylos (2016) hebendieWichtigkeit der Benutzbarkeit vonProgrammier-
schniĴstellen hervor. So arbeiten AnwenderInnen von gut bedienbaren APIs eﬀek-
tiver und lösenAufgaben schneller. Klassen sollten die Funktionalität enthalten, die
man von ihnen erwartet und Funktionen sollten verständliche Namen haben.
NachBlackwell (2006) sindParadigmennachdemAnsatz desNatural Programming
für unerfahrene ProgrammiererInnen einfacher zu erlernen.UnterNatural Programming
versteht man eine Programmiersprache, deren Syntax sich an natürlichen Sprachen
orientiert (Miller, 1981).
«The intention is that, if people naturally describe computational con-
cepts in a certain way, even before they have ever seen a programming
language, then that form of description will be the most appropriate for
an end-user programming language.»
(Blackwell, 2006, S. 10)
Den an den Standard für nutzerzentriertes Design (ISO 9241-210, 2010) angelehn-
tenDesignprozess fürNatural-Programming-Systeme legen Pane&Myers (2006) fol-
gendermaßen fest:
– Identiﬁkation der Zielgruppe und deren Fachgebiet
– Verstehen der Zielgruppe, ihrer Probleme und ihres momentanen Arbeitsab-
laufs
– Entwurf eines neuen Systems, auĠauend auf diese Erkenntnisse
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– Evaluierung des Systems, um neue Probleme zu identiﬁzieren
– Überarbeitung des Systems wenn nötig
Da die Struktur eines Sensornetzwerks stark vom individuellen Anwendungs-
fall und der verwendeten Hardware abhängt, müssen SoĞwareschniĴstellen für
Sensornetzwerke oﬀen und ﬂexibel aufgebaut sein. Daher bietet sich der Ansatz
des End User Programming an, durch den NutzerInnen nicht auf externe SoĞware-
entwicklerInnen angewiesen sind, um neue, möglicherweise selbstgebaute Hard-
ware an das System anzubinden, sondern dies selbst erledigen können. Durch End
User Programming können darüber hinaus ohne größeren Aufwand Veränderun-
gen am System vorgenommen werden, wodurch ein iterativer Entwicklungspro-
zess ermöglicht wird. Die vonKrajewski (2017) empfohleneUmgebung, in derNut-
zerInnen selbst ihre eigenen Erfahrungen kreieren können, wird durch die Flexibi-
lität von End User Programming gewährleistet.
Bei Systemen, die von NutzerInnen durch End User Programming selbst erstellt
wurden, ist der Weg der erhobenen Daten zudem transparent. Das Sammeln und
Verarbeiten dieser Daten durch die Herstellerﬁrma oder DriĴe, wie es bei kommer-
ziellen, geschlossenen Systemen häuﬁg der Fall ist, wird dadurch ausgeschlossen.
Ein weiterer Vorteil selbst entwickelter Systeme ist die Unabhängigkeit von Diens-
ten externer Anbieter. So wurde beispielsweise das Smart-Home-System Revolv von
dessen Herstellerﬁrma im Jahr 2016 eingestellt (Price, 2016). Die von Servern des
Herstellers abhängigen Geräte sind seitdem nicht mehr funktionsfähig.
Sensornetzwerke werden größtenteils vonWissenschaĞlerInnen für Forschungs-
zwecke oder interessierten Laien für private Projekte verwendet, deshalb kann von
einemMindestmaß an technischemVorwissen in der Zielgruppe ausgegangenwer-
den.
4.2.1 Node-RED
Node-RED¹⁷ ist eine browserbasierte Oberﬂäche zur graphischen Programmierung.
Es verwendet die JavaScript-LaufzeitumgebungNode.js¹⁸ und kann lokal auf einem
¹⁷hĴps://nodered.org/
¹⁸hĴps://nodejs.org/
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PC, einem SoC-Computer oder in der Cloud ausgeführt werden. Diverse Protokol-
le und PlaĴformen werden von Node-RED standardmäßig unterstützt und eigene
Module können durch in JavaScript geschriebene Plugins eingebunden werden.
Abbildung 1: Benutzeroberﬂäche von Node-RED
Node-RED stellt verschiedene Bausteine (Nodes) mit Ein- und Ausgängen bereit,
die per Drag&Drop auf eine Arbeitsﬂäche gezogen und miteinander verbunden
werden können (siehe Abbildung 1). Die Daten einer Input-Node werden über de-
ren Ausgang an damit verbundene Nodes weitergegeben, von diesen verarbeitet
und schließlich über eine Output-Node ausgegeben.
4.2.2 Arduino
Die 2005 am Interaction Design Institute Ivrea als kostengünstige und oﬀene Alter-
native zu kommerziellen Löungen entwickelte MikrocontrollerplaĴform Arduino
hat sich miĴlerweile zu einem Standard für die DIY- und Makerszene entwickelt
(Kushner, 2011; Arduino Day 2019: Thank you 659 times!, 2019).
Die Hardware eines Arduino besteht aus einer kleinen Platine (Arduino Nano: 4,3
cm * 1,8 cm, Arduino Mega: 10,1 cm * 5,3 cm (List of Arduino boards and compatible
systems, 2019)), auf der sich ein Mikrocontroller und mehrere Input- und Output-
Pins beﬁnden. Es existierenmehrere verschiedeneVersionen desArduino, die sich in
Größe, Rechenleistung, Anzahl der Pins und eingebauter Hardware unterscheiden
(zwei Beispiele in Abbildung 2).
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Abbildung 2: Arduino Uno (links) und Arduino Micro (rechts)
Mithilfe einer auf Processing¹⁹ basierten Entwicklungsumgebung (Arduino IDE)
können Programme für den Arduino in der Programmiersprache C++ entwickelt
werden. Die IDE unterstützt auch diverse andere MikrocontollerplaĴformen und
bietet Funktionalität zum Installieren von Programmbibliotheken und einen seriel-
len Monitor zum Debugging.
1 // the setup function runs once when you press reset or power the board
2 void setup() {
3 // initialize digital pin LED_BUILTIN as an output.
4 pinMode(LED_BUILTIN, OUTPUT);
5 }
6
7 // the loop function runs over and over again forever
8 void loop() {
9 digitalWrite(LED_BUILTIN, HIGH); // turn the LED on (HIGH is the
voltage level)
10 delay(1000); // wait for a second
11 digitalWrite(LED_BUILTIN, LOW); // turn the LED off by making the
voltage LOW
12 delay(1000); // wait for a second
13 }
Codebeispiel 1: Arduino “Blink Sample“
Programme für den Arduino basieren auf zwei Funktionen: setup() wird beim
Start des Geräts einmalig ausgeführt, darin können beispielsweise angeschlossene
Komponenten initialisiertwerden.Danach läuĞdie loop()-Funktion in einer Schlei-
fe bis der Arduino neu gestartet wird. Diese Funktion enthält meist den Hauptbe-
standteil der Programmlogik. Arduino stellt eine Programmbibliothek zur Verfü-
gung, die einfache Funktionen zum Ansteuern der GPIO-Pins und der Kommuni-
¹⁹hĴps://processing.org/
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kation über serielle Protokolle enthält. Das Codebeispiel 1 aus der oﬃziellen Ardui-
no-Dokumentation²⁰ zeigt eine einfache Anwendung, die eine eingebaute LED des
Arduino im Sekundentakt blinken lässt.
Aufgrundder geringenKosten undder ﬂachen Lernkurve istArduino sehr beliebt
für die Umsetzung privater Elektronikprojekte.
²⁰hĴps://www.arduino.cc/en/tutorial/blink
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5 Anforderungserhebung
Umdie nötigen Anforderungen an eine ProgrammierschniĴstelle für EndnutzerIn-
nen zu erheben, wurde neben der Aufarbeitung einschlägiger Literatur eine Nut-
zerstudie durchgeführt. Zuerst wurde durch Experteninterviews ein grober Rah-
men deﬁniert, aus dem sich speziﬁschere Fragen für die zweite Iteration der Studie
ergaben.
Diese bestand aus zwei Fokusgruppen mit potentiellen NutzerInnen der Pro-
grammierschniĴstelle. Die TeilnehmerInnen an den Fokusgruppen wurden gezielt
nach ihrer Vorerfahrung im Programmieren unterteilt, sodass sich eine Gruppe mit
erfahrenen und eine Gruppe mit unerfahrenen TeilnehmerInnen zusammenfand.
Mit dieser Unterteilung sollte erreicht werden, dass die ProbandInnen der jewei-
ligen Fokusgruppe durch ihr ähnliches Vorwissen auf einer Augenhöhe kommu-
nizieren können. Dadurch wird auch das mögliche Problem vermieden, dass er-
fahrene TeilnehmerInnen die Diskussion dominieren und sich Menschen mit weni-
ger Vorerfahrung eventuell dadurch eingeschüchtert fühlen. Darüber hinaus sollen
die Aussagen von ProbandInnenmit verschiedenen großer Programmiererfahrung
miteinander verglichen werden um mögliche von dieser abhängige Unterschiede
feststellen zu können (Krueger, 2014, S. 5).
5.1 Fragestellung
Ziel der Vorstudie war es, herauszuﬁnden wer die potentiellen NutzerInnen der
im Rahmen dieser Arbeit entwickelten ProgrammierschniĴstelle sind. Dazu gehö-
ren alle, die mit Sensornetzwerken arbeiten (wollen), aber nur eingeschränkte oder
gar keine Programmierkenntnisse haben. Während einer Literaturrecherche konn-
ten bereits zwei potentielle Nutzergruppen ermiĴelt werden. Zum einen werden in
bestimmten Bereichen der NaturwissenschaĞen (zum Beispiel Ökologie und Geo-
logie) Sensornetzwerke eingesetzt werden, umMessdaten zu erheben (Porter et al.,
2005). Zum anderen existieren in der Maker- und Startup-Szene viele Projekte im
Bereich der Heimautomatisierung und des Internet of Things (Giezeman, o. J.; Co-
leman, 2017), die ebenfalls Sensorik und drahtlose Kommunikation verwenden.
Neben dem Eingrenzen der Zielgruppe ist es wichtig, die von AnwenderInnen
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gewünschten Verwendungszwecke der ProgrammierschniĴstelle herauszuﬁnden.
Daraus lassen sich insbesondere technische Anforderungen an das darunter liegen-
de Sensornetzwerk ableiten. Zudemmuss der AuĠau der Programmierumgebung
an die Komplexität der geplanten Projekte angepasst werden.
Des Weiteren sollte erhoben werden, wie viel Erfahrung diese potentiellen Nut-
zerInnen bereits im Programmieren, der SoĞwareentwicklung und der Elektronik
haben. Auch dies wirkt sich auf die Gestaltung der ProgrammierschniĴstelle aus,
daweniger erfahreneNutzerInnen stärker angeleitet werdenmüssen, währendAn-
wender mit mehr Erfahrung vielleicht schon mit vielen Aspekten von Sensornetz-
werken vertraut sind.
Letztlich galt es noch zu entscheiden, ob für die in dieser Arbeit erstellte Refe-
renzimplementierung einer ProgrammierschniĴstelle für Sensornetzwerke ein her-
kömmlicher textbasierter Ansatz zur Programmierung zumEinsatz kommen sollte,
oder ob die NutzerInnen eine graphische Oberﬂäche bevorzugen.
5.2 Fokusgruppen
Wie bereits in Kapitel 5 beschrieben, wurden zwei Fokusgruppen durchgeführt, bei
denen die TeilnehmerInnen mit viel Vorerfahrung im Programmieren in die erste
(im Folgenden Gruppe A), und die TeilnehmerInnen mit wenig Vorerfahrung in
die zweite Fokusgruppe (Gruppe B) eingeteilt wurden. Beide Fokusgruppen wur-
den am selben Ort - dem Besprechungsraum 1.101 in der TechBase - durchgeführt.
Dieser Raum ist reizarm gestaltet und bietet eine neutrale Atmosphäre. Versuchs-
leiter und TeilnehmerInnen saßen gemeinsam an einem großen Besprechungstisch
(siehe Abbildung 3).
Abbildung 3: Besprechungsraum 1.104 in der TechBase
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Da während der Studie Bild und Ton aufgezeichnet wurden, mussten die Pro-
bandInnen vor Beginn der Fokusgruppe einer Datenschutzerklärung zustimmen,
bei der sie die Rechte am aufgezeichneten Material für Forschungszwecke freiga-
ben (siehe Anhang A²¹).
Außerdem wurde ein kurzer Fragebogen ausgefüllt, mit dem demographische
Daten und eine Selbsteinschätzung der eigenen Programmierfähigkeiten abgefragt
wurden. Der Dunning-Kruger-Eﬀekt (Kruger & Dunning, 1999) bewirkt, dass Per-
sonen mit wenig Fachwissen ihre Fähigkeiten auf einem Gebiet überschätzen. Um
dies zu vermeiden, wurden die Programmierfähigkeiten nicht durch eine abstrak-
te Skala, sondern durch eine Liste konkreter Fertigkeiten in der Programmierung
abgefragt:
keine Programmierkenntnisse
AnfängerInnen Beherrscht Programmablauf (Schleifen, Verzweigungen),Variablen,
Ein- und Ausgabe
FortgeschriĴen Kennt wichtige Datenstrukturen, kann einfache Algorithmen im-
plementieren, beherrscht die Standardbibliothek mindestens einer Sprache
ExpertInnen gute Kenntnisse mehrerer Sprachen, kann sich neue Sprachen schnell
aneignen, hält best practices ein
Darüber hinaus wurde erfragt, wie lange die TeilnehmerInnen bereits program-
mieren können (siehe Anhang A²²).
Gruppe A setzte sich aus sechs TeilnehmerInnen zusammen, davon vier Studie-
rende und zwei wissenschaĞliche MitarbeiterInnen, jeweils aus dem Gebiet der In-
formatik. Die Vorerfahrung im Programmieren liegt im Bereich von drei bis 15 Jah-
ren (Median 4, DurchschniĴ 6,3). Zwei von ihnen bezeichnen sich selbst als fortge-
schriĴen, während sich die restlichen vier als ExpertInnen einschätzen.
Gruppe B bestand aus sieben TeilnehmerInnen, darunter ein Studierender im Be-
reich der Informatik, zwei Studierende im Bereich der angewandten Wissenschaf-
ten, drei Ingenieure und ein NaturwissenschaĞler. In dieser Gruppe lag die Vorer-
²¹Anforderungserhebung/einverständniserklärung_fokusgruppe_01.pdf
²²Anforderungserhebung/fragebogen_fokusgruppe_01.pdf
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fahrung im Programmieren im Bereich von 1,5 bis neun Jahren (Median 3, Durch-
schniĴ 3,6). Vier TeilnehmerInnen sahen sich selbst als Anfänger im Programmie-
ren, die anderen drei bezeichneten sich als fortgeschriĴen.
Die Fokusgruppen wurden durch den Versuchsleiter moderiert, welcher oﬀene
Fragen stellte, um das Rahmenthema der Studie einzuhalten. Dabei wurde Raum
für Diskussion zwischen den ProbandInnen gelassen. Gegen MiĴe der etwa neun-
zigminütigen Studie wurde den TeilnehmerInnen die Aufgabe gestellt, ein intel-
ligentes, automatisiertes Gewächshaus zu entwerfen. Sie sollten den AuĠau des
Gewächshauses skizzieren, nötige Sensoren und Aktoren darin platzieren und die
dahinterstehende Logik auf die von ihnen bevorzugte Art und Weise ausdrücken.
Nach dieser Aufgabe wurde im Plenum über die Ergebnisse diskutiert und es wur-
den einige knappe abschließende Fragen gestellt. Der Versuchsleiter griﬀ gelegent-
lich in dieDiskussion ein, falls die ProbandInnen zuweit vomThema abkamen oder
um vertiefende Fragen zu stellen.
Nachdem den ProbandInnen knapp Hintergrund und Ziel des FUSION-Projekts
und insbesondere der in dieserMasterarbeit entwickelten ProgrammierschniĴstelle
dargelegt wurde, wurden folgende Fragen während der Fokusgruppe behandelt:
– Würden Sie eine ProgrammierschniĴstelle verwenden, die es ermöglicht, Sen-
soren auszulesen, Daten zu verarbeiten undAktionen auszuführen, ohne dass
technisches Hintergrundwissen vorausgesetzt wird?
Wenn ja, wofür? In welchem Kontext? Inwiefern würden Sie davon proﬁtie-
ren?
Wenn nein, warum nicht? Was müsste daran verändert werden, damit Sie es
dennoch in Erwägung ziehen?
– Geben Sie ein Beispiel für einen Anwendungsfall, bei dem Sie ein Sensornetz-
werk einsetzen würden.
– Welche Features sind für Sie bei einer ProgrammierschniĴstelle für Sensor-
netzwerke wichtig?
– Wäre es Ihnen wichtig, dass Sie gemeinsam mit anderen kollaborativ am sel-
ben Projekt arbeiten können?
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– Welche Ängste oder Bedenken haben Sie bezüglich Sensornetzwerken, dem
Internet of Things und einer ProgrammierschniĴstelle für Endnutzer?
5.3 Ergebnisse der Vorstudie
Alle ProbandInnen der beiden Fokusgruppen waren am Projekt interessiert und
gaben an, eine einfache ProgrammierschniĴstelle für Sensornetzwerke im privaten
Kontext für “Bastelprojekte“ oder Smart Home verwenden zu wollen. Zwei Per-
sonen hielten die Verwendung einer solchen SchniĴstelle mit dem dazugehörigen
Sensornetz in der Forschung, beispielsweise in der Ökologie und der Medizin für
denkbar. Die Anwendung im industriellen Sektor wurde von allen ProbandInnen
angezweifelt. Begründet wurde dies dadurch, dass in der Industrie meist proprie-
täre Systeme verwendet werden, deren Hersteller bereits passende Messsysteme
anbieten. NutzerInnen solcher Messsysteme beschrieben diese als “Blackbox“, die
manuell konﬁguriert werden können und Fachwissen voraussetzen.
Die Frage, welche Features einer ProgrammierschniĴstelle für Sensornetzwerke
den ProbandInnen wichtig wären, führte zu folgendem Ergebnis:
Online-Daten Es sollte eine einfache Möglichkeit geben, Daten aus dem Internet
abzufragen und in Anwendungen zu verwenden. Beispiele dafür wärenWet-
terdaten oder die aktuelle Uhrzeit.
Benachrichtigungen Anwendungen sollten in der Lage sein,NachrichtenüberMessenger-
Dienste oder E-Mail versenden zu können, um NutzerInnen über den aktuel-
len Zustand des Systems zu informieren.
Kamera Für viele Anwendungen wäre die Anbindung einer Kamera zur Übertra-
gung eines Livebilds oder im Zusammenspiel mit Bildverarbeitungsalgorith-
men wünschenswert.
Konﬁguration Einige NutzerInnen hielten es für wichtig, Parameter über einfach
zugängliche Konﬁgurationsdateien zu deﬁnieren. Im Idealfall sollte dies auch
im laufenden Betrieb möglich sein. Auch das automatisierte Anpassen von
Thresholds wurde von TeilnehmerInnen der Fokusgruppen angesprochen.
Speichern von Daten Das langfristige Speichern von Daten in Form von Logﬁles
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oder Datenbanken sollte laut TeilnehmerInnen der Fokusgruppen vom Sys-
tem unterstützt werden.
Visualisierung Die SchniĴstelle sollte die Möglichkeit bieten, Daten zu visualisie-
ren. Die Visualisierung soll je nach Art der Daten anpassbar sein.
Externer Zugriﬀ Einige ProbandInnen wünschten sich die Möglichkeit, über ein
Webinterface oder eine Smartphone-Applikation aufAnwendungen zuzugrei-
fen und Daten einzusehen.
Aktuatorik Nicht nur das Auslesen von Sensordaten, sondern auch das Ansteuern
vonAktuatoren sollte vom Sensornetzwerk und der dazugehörigen Program-
mierschniĴstelle unterstützt werden.
Zusätzlich wurden von den TeilnehmerInnen der Fokusgruppen noch diverse
Anforderungen gesammelt, welche für die Benutzbarkeit des Systems in der Praxis
unabdingbar sind:
Niedrige Einstiegsschwelle Die ProgrammierschniĴstelle soll auch für wenig er-
fahrene Programmierer benutzbar sein. Langwieriges Einlesen in die Doku-
mentation soll nicht nötig sein, bevor manmit der Benutzung beginnen kann.
Für häuﬁg vorkommende Anwendungsfälle sollen Codebeispiele vorliegen.
TechnischeKomplexitätwie Threading oder Exceptions sollen vonder SchniĴ-
stelle gekapselt werden.
Abstraktionsebenen Durch die Kapselung von technisch anspruchsvollem Code
kann es sein, dass erfahrene AnwenderInnen eingeschränkt werden. Deshalb
soll es trotzdemmöglich sein, komplexe Programmstrukturen zu verwenden.
Dies könnte durch eineAuĞeilung der SchniĴstelle auf verschiedeneAbstrak-
tionsebenen umgesetzt werden.
Schnelles Prototyping Die ProgrammierschniĴstelle soll die Möglichkeit bieten,
simple Anwendungen schnell umsetzen zu können. Vor allem erfahrene Pro-
grammiererInnen kritisierten in den FokusgruppendieMenge an “Boilerplate-
Code“, also benötigte Codestrukturen ohne Funktionalität (Lämmel & Pey-
ton Jones, 2003), die in vielen etablierten APIs für simple Programme nötig
ist.
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Drahtlose Hardware DieHardwareelemente, die ein Sensornetzwerk auĠauen, sol-
lenDaten drahtlos senden und empfangen können. Außerdem sollen sie nicht
auf eine externe Stromversorgung angewiesen sein.
Geringe Latenz Je nachAnwendungsfall kann eswichtig sein, Sensordaten in Echt-
zeit auzulesen. Deshalb sollte bei der Entwicklung des Systems auf geringe
Latenzen geachtet werden.
Sicherheit Das Sensornetzwerk soll vor Fremdzugriﬀ geschützt sein und Daten
sollen anonym und verschlüsselt übertragen werden können. Außerdem soll
es möglich sein, ein solches Netzwerk ohne Internetanbindung aufzubauen.
Die TeilnehmerInnen der Fokusgruppen waren sich einig, dass sie Projekte ger-
ne im Team umsetzen, allerdings bezog sich diese Aussage eher auf handwerkliche
Arbeit an Prototypen. Beim Programmieren arbeiten die ProbandInnen ausnahms-
los lieber alleine, einige fänden es aber gut, wenn die Option der kollaborativen
Zusammenarbeit trotzdem verfügbar ist. Darüber hinaus sollte sich bei der Umset-
zung von Projekten mit der ProgrammierschniĴstelle schnell ein funktionierender
Prototyp erstellen lassen, der stabil läuĞ und wenig Wartung bedarf. Die nachträg-
liche Änderung von Parametern und das Hinzufügen von Features war den Pro-
bandInnen wichtig. Die TeilnehmerInnen der Fokusgruppe mit wenig Program-
miererfahrung legten größeren Wert auf gut kommentierte Codebeispiele als auf
eine ausführliche Dokumentation der SchniĴstelle, da sie ihre Programme gerne
aus Codebausteinen zusammenfügen.
27
Komponenten
6 Komponenten
Auf Basis der in Kapitel 4 diskutierten Literatur und der in Kapitel 5 beschriebe-
nen Vorstudie wurden Anforderungen an die zu implementierende Programmier-
schniĴstelle und das dazugehörige Sensornetzwerk deﬁniert.
Nicht alle Anforderungen waren im Rahmen dieser Arbeit - besonders im Hin-
blick auf die letztendlich verwendeten Bauteile und Frameworks - umsetzbar, be-
ziehungsweise für einen Prototyp notwendig. Diese Aspekte werden später in Ka-
pitel 10.2 diskutiert.
Für die Umsetzung wurde, wennmöglich, auf etablierte, oﬀene und kostengüns-
tige Systeme zurückgegriﬀen. Dies bietet den Vorteil, dass es für deren Komponen-
ten oĞ bereits eineCommunity unddadurch eine guteDokumentation und Support
gibt. Zudem können sie bei Bedarf auch angepasst werden. Darüber hinaus soll die
Hardware auch für private NutzerInnen erschwinglich sein, da interessierte Laien
eine Zielgruppe des in dieser Arbeit entwickelten Systems darstellen und für ein
Sensornetzwerk meist mehrere Hardwarekomponenten benötigt werden.
In diesemKapitelwird beschrieben,welcheKomponenten auf Basis derAnforde-
rungserhebung für die Umsetzung des Sensornetzwerks und der Programmierstel-
le ausgewählt wurden. In Kapitel 7 wird auf Rolle dieser Komponenten im System
eingegangen.
6.1 Modularität
DieAnforderungserhebung ergab, dass potentielleNutzerInnen gerne ein “Baukas-
tensystem“mit einzelnen, in sich funktionalen, Komponenten verwendenmöchten,
die sie möglichst einfach miteinander verbinden können. Dies entspricht im Kern
der Unix-Philosophie, die Doug McIlroy folgendermaßen zusammenfasst:
«[...] Write programs that do one thing and do it well. Write programs
to work together. Write programs to handle text streams, because that is
a universal interface.»
(Doug McIlroy, nach Raymond (2003))
Auch in der objektorientierten Programmierung wird Wert auf die so genannte
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Kapselung von Objekten und das Verbergen von Information gelegt. Dabei wer-
den Objekte so gestaltet, dass sie nach Möglichkeit nur eine Aufgabe haben (Single-
Responsibility-Prinzip) und die interne Funktionalität von außen nicht einsehbar
oder veränderbar ist (Encapsulation, Information Hiding) (Meyer, 1988).
Der AuĠau eines Systems nach diesen Richtlinien entspricht den Prinzipien der
“Modularität“. Diese wird von Baldwin & Clark (2000) folgendermaßen beschrie-
ben:
«[...] modules are units in a larger system that are structurally indepen-
dent of one another, but work together. The system as a whole must
therefore provide a framework - an architecture - that allows for both
independence of structure and integration of function.»
Baldwin & Clark (2000)
SoĞware und Hardware des in dieser Arbeit erstellten Sensornetzwerks und der
dazugehörigen ProgrammierschniĴstelle sollen nach diesen Prinzipien entworfen
und umgesetzt werden.
6.2 API
Die ProgrammierschniĴstelle (API) soll auĠauend auf Designvorschlägen aus re-
levanter Fachliteratur (Myers & Stylos, 2016; Bari et al., 2013; Krajewski, 2017) und
in der Nutzerstudie erhobenen Anforderungen nach den im letzten AbschniĴ be-
schriebenen Prinzipien der Modularität entwickelt werden. Im MiĴelpunkt steht
dabei eine einfache Benutzbarkeit, wodurch es auch Anfängern möglich sein soll,
eigene Projekte umzusetzen.
6.2.1 Design
Ein wichtiger Bestandteil der API ist die Kapselung komplexer Funktionalität wie
Speicherverwaltung, Parallelisierung, ExceptionHandlingundKommunikationüber
serielle SchniĴstellen oderNetzwerkprotokolle. Im Idealfall sollenNutzerInnen da-
von nichtsmitbekommen, da diese Funktionalität vom System automatisch imHin-
tergrund ausgeführt wird.
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Die SchniĴstelle soll so gestaltet sein, dass Projekte damit auf Basis von Funkti-
onsaufrufen und einfacher Kontrollstrukturen umgesetzt werden können. Die Fo-
kusgruppenstudie ergab, dass auchNutzerInnenmitwenig Programmiererfahrung
das Konzept von Bedingungen und Schleifen verstehen. Viele von ihnen haben die-
se auch bei der praktischen Aufgabe während der Fokusgruppe aktiv eingesetzt.
6.2.2 Features
Die SchniĴstelle soll dieMöglichkeit bieten, bestehendeProgrammbibliotheken ein-
zubinden und zu verwenden. Dies erweitertet den Funktionsumfang erheblich und
hat den Vorteil, dass NutzerInnen ihnen bereits bekannte Komponenten benutzen
können und dadurch weniger Neues erlernen müssen.
AuĠauundFunktionalität der SchniĴstelle sollen ausführlich dokumentiert sein.
Darüber hinaus ergab die Fokusgruppenstudie, dass unerfahreneNutzerInnen gro-
ßenWert aufmitgelieferteCodebeispiele legen, auf denen sie ihre Projekte auĠauen
können.
Außerdem soll die SchniĴstelle es ermöglichen, NutzerInnen über den Zustand
des Systems zu benachrichtigen. In den Fokusgruppen wurde vorgeschlagen, die-
se Nachrichten per E-Mail, SMS oder Instant-Messenger-Dienste wieWhatsApp zu
verschicken.
Insbesondere TeilnehmerInnender Fokusgruppenmit großer Programmiererfah-
rung wünschten sich die Möglichkeit, gemessene Sensordaten durch Filter, Sen-
sorfusion oder Machine-Learning-Algorithmen zu verarbeiten. In der Referenzim-
plementierung soll dies beispielhaĞ für einfache Filter umgesetzt werden. Dies hat
den Grund, dass der Implementierungsaufwand für komplexe Algorithmen den
Umfang dieser Arbeit sprengen würde und die Rechenleistung des als zentralen
Gateway agierenden Raspberry Pi nicht ausreicht, solche Algorithmen in Echtzeit
auszuführen.
Die SchniĴstelle soll so aufgebaut sein, dass zur Konﬁguration des Systems und
der damit entwickelten Programme kein Eingriﬀ in den Quellcode nötig ist, son-
dern Konﬁgurationsdateien dafür verwendet werden können. ProbandInnen der
Fokusgruppen schlugen vor, dass diese Parameter sich auch während des laufen-
den Betriebs verändern lassen sollten. Diese Anforderung wurde jedoch in der Re-
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ferenzimplementierung aus technischen Gründen nicht umgesetzt.
6.3 Hardware
Sensornetzwerke bestehen aus mehreren so genannten Sensorknoten (Nodes). Dies
sind meist Mikrocontroller, die Sensoren auslesen und deren Messwerte an andere
Knoten imNetzwerk und/oder einen zentralenRechner - das so genannteGateway -
weiterleiten. Dieses sammelt und verarbeitet die empfangenen Daten und reagiert
darauf, beispielsweise indem es sie visualisiert, Benachrichtigungen sendet oder
Aktuatorik ansteuert.
Viele TeilnehmerInnen der Fokusgruppenstudiemerkten an, dass es sinnvoll wä-
re, Aktuatoren auch als eigenständige Knoten im Netzwerk umzusetzen, sodass
diese über das selbe Protokoll wie die Sensorknoten angesteuert werden können.
Die Kommunikation zwischen den Nodes soll drahtlos über eine angemessene
Distanz erfolgen und es soll möglich sein, die Nodes ohne eine externe Stromver-
sorgung zu betreiben.
Abbildung 4: Wemos D1 mini
Der Wemos D1 mini (siehe Abbildung 4), eine sehr kostengünstige (4-7€) Mikro-
controllereinheit, erfüllt diese Anforderungen:
Er ist mit einem WiFi-Chip ausgestaĴet, dessen Reichweite miĴels einer exter-
nen Antenne erhöht werden kann. DerWemos D1 mini kann durch einen Akku mit
Strom versorgt werden. Darüber hinaus kann er über die relativ einsteigerfreund-
liche Arduino-IDE programmiert werden und mit ihm verbundene Komponenten
über GPIO-Pins ansteuern. Der Chip unterstützt diverse serielle Protokolle, enthält
einen Analog-Digital-Wandler und kann über die Pins pulsbreitenmodulierte Si-
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gnale erzeugen. Dadurch ist er mit einer breiten Auswahl an Sensorik und Aktua-
torik kompatibel.
Deshalb werden alle Nodes des in dieser Arbeit umgesetzten Sensornetzwerks
auf denWemos D1 mini aufgebaut.
Als zentralesGateway soll einRaspberry Pi²³ verwendetwerden.Dies ist ein System-
on-a-Chip-Computer (SoC), auf dem die Linux-Distribution Raspbian²⁴ läuĞ. Er ver-
fügt übermehr Rechenleistung als die als Nodes verwendetenMikrocontroller. Auf
demGateway soll die eigentliche ProgrammierschniĴstelle laufen, deren Benutzer-
oberﬂäche über einen Webbrowser zugänglich ist.
6.4 Kommunikation
Die Kommunikation zwischen denNodes und demGateway soll drahtlos erfolgen,
um eine hohe Reichweite, große Flexibilität und geringen Aufwand zum AuĠau
des Netzwerks zu gewährleisten.
In manchen Anwendungsfällen ist eine geringe Latenz bei der Kommunikation
wichtig, vor allem wenn schnell auf ein Ereignis reagiert werden muss oder Daten
in Echtzeit visualisiert werden sollen. Deshalb sollte ein leichtgewichtiges Nach-
richtenprotokoll mit geringem Overhead für die Kommunikation gewählt werden.
Eine stabile Verbindung ist bei drahtloser Kommunikation - insbesondere bei der
Anwendung im Freien - nicht immer gegeben. Aus diesemGrundmuss das System
in der Lage sein, bei Verlust der Verbindung entsprechend zu reagieren und versu-
chen, die Verbindung automatisch wieder aufzubauen.
Aufgrund der geringen Paketgröße und einem gezielt für instabile Verbindungen
ausgelegten AuĠau, eignet sich dasMQTT-Protokoll²⁵ sehr gut für den Einsatz im
IoT-Bereich und wird deshalb als Nachrichtenprotokoll für das im Rahmen dieser
Arbeit implementierte Sensornetzwerk verwendet.
WährendMQTT auf dem Netzwerkprotokoll TCP/IP und damit WiFi basiert, ist
es denkbar, auch andere Funkstandards zu unterstützen. So zeichnet sich insbeson-
dere LoRaWAN²⁶ durch eine sehr hohe Reichweite und geringem Stromverbrauch
aus. Deshalb soll die SchniĴstelle so gestaltet werden, dass es ohne großen Auf-
²³hĴps://www.raspberrypi.org/
²⁴hĴps://www.raspbian.org/
²⁵hĴp://mqĴ.org/
²⁶hĴps://www.thethingsnetwork.org/docs/lorawan/
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wand möglich ist, bei Bedarf ein anderes Netzwerkprotokoll oder einen anderen
Funkstandard zu verwenden.
6.5 Frontend
Für das User Interface der ProgrammierschniĴstelle haben sich in der Vorstudie di-
verse Anforderungen ergeben. Dedizierte Entwicklungsumgebungen weisen häu-
ﬁg einen großen Funktionsumfang auf. Dies sorgt für eine steile Lernkurve und
macht sie deshalb ungeeignet für NutzerInnen mit wenig Programmiererfahrung.
Wie auch Processing oder die darauf auĠauende Arduino-IDE sollte das User Inter-
face der ProgrammierschniĴstelle auf die nötigsten Features reduziert sein.
TeilnehmerInnen der Fokusgruppenstudie war es wichtig, Messdaten zu visua-
lisieren und extern auf die SchniĴstelle zugreifen zu können. Diese beiden Punkte
sprechen für eine browserbasierte Lösung.
Abbildung 5: Benutzeroberﬂäche von Jupyter Notebooks
Die aus dem IPython-Projekt²⁷ entstandenen Jupyter Notebooks²⁸ stellen eine brow-
serbasierte Programmierumgebung für verschiedene Programmiersprachen - unter
²⁷hĴps://ipython.org/
²⁸hĴps://jupyter.org/
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anderem Python - dar. Die Notebooks werden auf einem Server gehostet und kön-
nen im Browser über eine URL aufgerufen werden. Dadurch wird kollaboratives
Arbeiten ermöglicht und es kann plaĴformunabhängig auf die Anwendung zuge-
griﬀenwerden. Code kann abschniĴsweise in so genannten Zellen geschrieben und
ausgeführt werden und die Ausgabe ﬁndet im selben Browserfenster staĴ. Dies er-
möglicht es NutzerInnen, explorativ zu arbeiten. Verschiedene Python-Pakete zur
Datenverarbeitung und -visualisierung stehen zur Verfügung und interaktive Be-
dienelemente können eingebunden werden (siehe Abbildung 5).
Durch die plaĴformagnostische Natur einer browserbasierten Lösung, die Mög-
lichkeiten zur Visualisierung und der sehr einsteigerfreundlichen Programmier-
sprache Python, eignen sich Jupyter Notebooks gut als graphische Oberﬂäche für die
in dieser Arbeit umgesetzte ProgrammierschniĴstelle für Sensornetzwerke.
6.5.1 Visuelle Programmierung: Vor- und Nachteile
Nebenherkömmlichen, textbasierten Programmierumgebungen, existieren auchAn-
sätze der visuellen Programmierung. Diese basieren meist auf einem modularen
System, bei dem einzelne funktionale Bausteinemit derMaus auf eineArbeitsﬂäche
gezogen und miteinander verbunden werden können. Visuelle Programmierum-
gebungen richten sich häuﬁg an NutzerInnen mit wenig Programmiererfahrung,
beispielsweise Kinder (Scratch²⁹), Künstler (Reaktor³⁰, Blender³¹) oder Naturwissen-
schaĞler und Ingenieure (LabVIEW³², Simulink³³).
Eine speziell für das Internet of Things ausgelegte visuelle Programmierumge-
bung ist das bereits im Kapitel 4.2.1 beschriebene Node-RED, welches das MQTT-
Protokoll bereits unterstützt.
Visuelle Programmierumgebungen haben den Vorteil, dass der gesamte Funkti-
onsumfang für NutzerInnen sichtbar und der Arbeitsablauf oﬀensichtlich ist, wo-
durch die kognitive Anstrengung bei der Benutzung reduziert wird. Das Umsetzen
größerer Projekte kann dadurch jedoch umständlich sein, da Module einzeln auf
die Arbeitsﬂäche gezogen und mit anderen Modulen verbunden werden müssen.
²⁹hĴps://scratch.mit.edu/
³⁰hĴps://www.native-instruments.com/en/products/komplete/synths/reaktor-6/
³¹hĴps://www.blender.org/
³²hĴps://www.ni.com/labview
³³hĴps://www.mathworks.com/products/simulink.html
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Der Funktionsumfang ist zudem auf die verfügbaren Module begrenzt. Das Hin-
zufügen eigener Module ist oĞ zwar möglich, diese müssen aber wiederum “klas-
sisch“, also in einer textbasierten Programmiersprache implementiert werden. Dar-
über hinaus neigen visuelle Programmierumgebungen mit steigendem Funktions-
umfang oĞ zur Unübersichtlichkeit. Whitley & Blackwell (1997) zeigt in einer ver-
gleichenden Studie, dass verschiedene Nutzergruppen unterschiedliche Ansprü-
che an eine Programmiersprache haben. So seien beispielsweise Forscher mehr an
den neuenMöglichkeiten bei derVerwendung einer neuenProgrammiersprache in-
teressiert, während professionelle Programmierer Werkzeuge bevorzugen, die sie
bereits kennen. Ein Teilnehmer der Fokusgruppenstudie mit großer Programmier-
erfahrung gab an, dass eine gut entworfene und dokumentierte Programmbiblio-
thek sich nicht zu stark von einem visuellen Ansatz unterscheide. Er berichtete
zudem von schlechten Erfahrungen mit visuellen Programmierumgebungen und
Low-Code-PlaĴformen und dass die erste für ihn zufriedenstellende Lösung das
Blueprint-System der 2014 erschienenen (Unreal Engine 4.0 Update Notes, 2014)Unre-
al Engine 4³⁴ war. Auch Brooks (1986) kritisiert visuelle Programmierumgebungen
in der Hinsicht, dass Flussdiagramme eine schlechte Darstellungsform von Pro-
grammcode sind, daMonitore zu klein und viele Programmstrukturen zu komplex
seien, um sie visuell darzustellen.
Im Rahmen der Evaluation dieser Arbeit soll eine Nutzerstudie (siehe Kapitel
9.1.3) durchgeführt werden, in der das auf Jupyter Notebooks auĠauende, klassi-
scheDesign der ProgrammierschniĴstellemit demvisuellenAnsatz überNode-RED
verglichen wird. In dieser Studie soll mit Rücksicht auf die Vorerfahrung der Pro-
bandInnen im Programmieren die Benutzbarkeit der beiden Oberﬂächen qualitativ
und die Zeit, die NutzerInnen brauchen, um eine Aufgabe zu lösen (Task Completion
Time) quantitativ erhoben werden.
6.6 Weggelassene Komponenten
Da es sich bei der im Rahmen dieser Arbeit implementierten ProgrammierschniĴ-
stelle unddemdazugehörigen Sensornetzwerk nur umPrototypen handelt, können
nicht alle erhobenen Anforderungen umgesetzt werden. Insbesondere Aspekte, die
³⁴hĴps://www.unrealengine.com/
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sich nicht auf die Benutzbarkeit der ProgrammierschniĴstelle auswirken, großen
Implementierungsaufwand darstellen oder für die die Rechenleistung der verwen-
deten Hardware nicht ausreicht, werden bei der Entwicklung nicht berücksichtigt.
So stellt beispielsweise die Sicherheit des Netzwerks gegenüber Fremdzugriﬀ
keinen wichtigen Aspekt der SchniĴstelle im Hinblick auf die Benutzbarkeit dar.
Trotz ihrer unbestriĴenenWichtigkeit für den Einsatz von Sensornetzwerken in der
Praxis werden aus diesem Grund keine Sicherheitsheitsfeatures in der Referenzim-
plementierung umgesetzt.
Auch der Stromverbrauch der Sensorknoten im Akkubetrieb hat keinen Einﬂuss
auf die Benutzbarkeit der ProgrammierschniĴstelle an sich. Durch die Implemen-
tierung des vomWemos D1mini unterstützten “Deep Sleep“-Modus könnte die Ak-
kulaufzeit stark erhöht werden (Foxworth, 2017), dieser Aspekt wird aber im Rah-
men dieser Arbeit nicht umgesetzt.
Auf den von TeilnehmerInnen der Fokusgruppen vorgeschlagenen Einsatz von
Sensorik alsWearable Computer (Mann, o. J.) soll bei der Umsetzung des Sensornetz-
werks keine Rücksicht genommen werden, da dafür benötigte Features wie das lo-
kale Zwischenspeichern von Sensordaten mit Zeitstempel auf den Nodes, solan-
ge keine Verbindung zum Gateway besteht, einen enormen Implementierungsauf-
wand darstellen würde.
Auch dasÜbertragen vonKamerabildern über das Sensornetzwerk und anschlie-
ßende Bildverarbeitung auf dem Gateway wird von dem in dieser Arbeit entwi-
ckelten System nicht unterstützt, da die verwendete Hardware nicht über die dafür
benötigte Rechenleistung verfügt und diese Operationen sich nicht weit genug abs-
trahieren lassen, als dass sie für NutzerInnen mit wenig Hintergrundwissen ver-
ständlich wären.
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7 Implementierung
Um die im vorherigen Kapitel beschriebene Flexibilität zu gewährleisten, wurde
das System modular in mehreren, voneinander unabhängigen Ebenen aufgebaut.
Diese kommunizieren untereinander über standardisierte Protokolle und können
so mit geringem Aufwand je nach Anwendungsfall ausgetauscht werden. Der mo-
dulare AuĠau dient darüber hinaus dazu, komplexe Funktionalität von unerfah-
renen NutzerInnen abzukapseln, während erfahrene NutzerInnen die Module bei
Bedarf ändern können.
Die verschiedenen Ebenen sind folgendermaßen aufgeteilt:
1. Nodes
2. Publisher-Subscriber-System
3. API
4. Frontend
Bei den Nodes handelt es sich um netzwerkfähige Mikrocontoller, die Sensoren
beziehungsweise Aktuatoren ansteuern und drahtlos mit einem zentralen Gateway
kommunizieren, auf dem die eigentliche SoĞware des Sensornetzwerks läuĞ.
Als Nachrichtenprotokoll für die Kommunikation wirdMQTT (Message Queuing
Telemetry Transport) verwendet. Dabei handelt es sich um ein Publisher-Subscriber-
System, das durch geringe Paketgrößen und Robustheit bei schlechter Verbindung
für die Nutzung im IoT-Kontext optimiert ist (Seidel, 2013).MQTT verwendet das
TCP/IP-Netzwerkprotokoll, ist allerdings auch (unter dem Namen MQTT-SN) für
andere Netzwerkprotokolle verfügbar.
Auf einem zentralen Gateway läuĞ ein Dienst (MQTT-Broker), der die Kommu-
nikation innerhalb eines Netzwerks moderiert. Sogenannte Publisher können Nach-
richten mit einem bestimmten Topic versenden. Diese werden vom Broker an alle
Knoten des Netzwerks weitergeleitet, die sich als Subscriber für dieses Topic regis-
triert haben. Dadurch ist eine bidirektionale, asynchroneKommunikation zwischen
Nodes und Gateway möglich.
Andere Netzwerkprotokolle wie UDP oder ZigBee können an das System ange-
bundenwerden, indem auf demGateway ein imHintergrund laufendes Programm
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(Daemon) gestartet wird, welches Nachrichten über das jeweilige Protokoll emp-
fängt und als Publisher an denMQTT-Brokerweitergibt.
Auf Seite der API wird die Kommunikation von einer Basisklasse (FUSION_MQTT)
übernommen, von der alle anderen Module erben. Durch diesen Ansatz wird tech-
nisch anspruchsvoller Code zur Kommunikation vollständig gekapselt und Nutze-
rInnen der ProgrammierschniĴstelle kommen mit diesem nicht in Kontakt. Zudem
ist es möglich, das Nachrichtenprotokoll des Systems auszutauschen, indem die
FUSION_MQTT-Klasse umgeschrieben wird.
Bei den bereits angesprochenen Modulen handelt es sich um virtuelle Repräsen-
tationen von Nodes, die deren Funktionalität nach den Prinzipien der objektorien-
tierten Programmierung modellieren. Es stehen sowohl Methoden zum Versenden
von Daten, als auch Callback-Funktionen, die beim Empfangen neuer Daten ausge-
löst werden, zur Verfügung. Datenpakete werden beim Empfangen deserialisiert
und in eine Datenstruktur gespeichert.
Darüber hinaus gibt es diverse Module, die keine Nodes modellieren, sondern
weitere Funktionalität bereitstellen. Beispiele dafür sind die Verarbeitung und Vi-
sualisierung von Daten und das Versenden von E-Mails. Die API kann durch das
Hinzufügen weiterer Klassen um Funktionalität erweitert werden.
Da es sich bei der API um ein herkömmliches Python-Package handelt, kann von
beliebigen Python-Skripts darauf zugegriﬀen werden. Daher ist es naheliegend, Ju-
pyter Notebooks als Entwicklungsumgebung für die EndnutzerInnen bereitzustellen,
da der Zugriﬀ darauf über den Webbrowser erfolgt und die Ergebnisse von Pro-
grammen einfach visualisiert werden können.
Die benötigte SoĞware für das Sensornetzwerk und die ProgrammierschniĴstelle
sind als Repository auf GitHub³⁵ verfügbar. Die Verzeichnisstruktur des Repository
ist folgendermaßen aufgebaut:
additional_ﬁles/ Enthält einige Konﬁgurationsdateien und Utility-Skripte.
FUSION/ Enthält das Python-Paket, das den Hauptbestandteil der Programmier-
schniĴstelle darstellt.
nodes/ Enthält Unterverzeichnisse für einzelneNodes, in denen sichwiederumde-
³⁵hĴps://github.com/A-Schmid/FUSION_EUP
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ren Programmcode beﬁndet.
nodes/libraries/FUSION/src/ Enthält Programmbibliotheken für Sensornodes, die
die Kommunikation mit Hardwarekomponenten übernehmen und im Pro-
grammcode der Nodes verwendet werden.
nodes/pio/ Dieses Verzeichnis wird vom später beschriebenen Upload-Skript (sie-
he 8.2) verwendet.
test_scripts/ Enthält Programmbeispiele, diemithilfe der ProgrammierschniĴstelle
erstellt wurden.
fusion.conf Eine globale Konﬁgurationsdatei, die von diversen Skripts ausgelesen
wird und Parameter wie die Zugangsdaten für das Sensornetzwerk enthält.
pio_compile.sh Upload-Skript, das den Programmcode kompiliert und auf Nodes
installiert. Dieses Skript wird im Kapitel 8.2 genauer beschrieben.
setup.sh Installationsskript, das beimEinrichtendes Sensornetzwerks einmalig auf-
gerufen werdenmuss. Dieses Skript wird im Kapitel 8.1 genauer beschrieben.
7.1 Nodes
Jede Node besteht aus einem Mikrocontroller und einem Sensor oder Aktor, der
vomMikrocontoller angesteuertwird. DieNodes kommunizieren drahtlosmit dem
zentralen Gateway. Diese Funktionen übernehmen sie eigenständig; die Kommuni-
kationmit demGateway ﬁndet lediglich durch kurze Datenpakete über dasMQTT-
Protokoll staĴ. Abhängig von der Aufgabe der Nodes werden diese grob in folgen-
de Kategorien unterteilt:
Sensornodes Diese Nodes lesen den angeschlossenen Sensor in einem bestimmten
Intervall aus und senden das Ergebnis an das Gateway.
Aktornodes Diese Nodes warten auf eine Anweisung vomGateway, entsprechend
derer sie den angeschlossenen Aktor ansteuern.
Two-Way-Nodes Diese Nodes können Nachrichten vomGateway empfangen und
Antworten senden. Ihr AuĠau ist verglichen mit den anderen beiden Kate-
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gorien komplexer. Sie werden für speziﬁsche Module verwendet, die auf den
Dialog zwischen Gateway und Mikrocontoller angewiesen sind.
Die Implementierung der Nodes basiert auf der Arduino-PlaĴform, da sich diese
mit über 850.000 aktiven Nutzern im Jahr 2018 (Arduino Day 2019: Thank you 659
times!, 2019) miĴlerweile zum de-facto-Standard für private Hardwareprojekte ent-
wickelt hat und deshalb bereits viele Komponenten durch Bibliotheken unterstüzt
werden. Außerdem sind bereits viele der potentiellen NutzerInnen mit der PlaĴ-
form vertraut. Die eigentliche Funktionalität der Nodes beﬁndet sich in einer C++-
Klasse, welche wiederum von einer Basisklasse (FUSION_MODULE) erbt. Die Funktio-
nen zur Kommunikationmit demGateway liegen gekapselt in einer eigenen Klasse
vor, wodurch das Nachrichtenprotokoll bei Bedarf ohne großen Aufwand ausge-
tauscht werden kann.
Im .ino-File der Node wird das entsprechende Modul importiert, eine Instanz
der Klasse angelegt und diverse Parameter festgelegt. In der loop()-Funktion des
.ino-File kann die Funktionalität der Klasse aufgerufen werden. Die geschieht bei
weniger komplexenNodes über einenAufruf von derenMemberfunktion update().
Der Programmablauf wird am Beispiel eines Sensorknotens mit einem BuĴon im
Codebeispiel 2 und in Abbildung 6 dargestellt.
1 #include "FUSION_Button.h"
2
3 // use pin defined by compile parameters, if it is not defined, use the
default pin of wemos d1 mini button shields
4 #ifndef PIN
5 #define PIN 0
6 #endif
7
8 uint8_t buttonPin = PIN;
9 FusionButton button(buttonPin);
10
11 void setup(){
12 button.initialize();
13 }
14
15 void loop(){
16 button.update();
17 delay(update_time);
18 }
Codebeispiel 2: AuĠau einer simplen Node
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Abbildung 6: Programmablauf der Nodes am Beispiel eines BuĴons
Das Kompilieren undHochladen der SoĞware für dieMikrocontroller der Nodes
erfolgt über einWrapper-Skript, das auf das Kommandozeileninterface von Platfor-
mIO³⁶ zugreiĞ. Über dieses Skript können dem Programm auch vordeﬁnierte Para-
meter wie zum Beispiel dasMQTT-Topic oder die Wartezeit zwischen Messungen
des Sensors festgelegt werden. Durch die Verwendung von PlatformIO wird eine
Vielzahl von MikrocontrollerplaĴformen unterstützt.
ErfahreneNutzerInnen können eigeneNodes implementieren, indem sieModule
auf Basis der FUSION_MODULE-Klasse und ein dazugehöriges .ino-File schreiben.
Diese Klasse enthält die überladene Funktion sendData, welche wiederum eine
Funktion des ausgewählten Nachrichtenprotokolls aufruĞ, die Daten an das Gate-
way sendet. Da die Kommunikation auf diese Weise gekapselt ist, kann das ver-
wendete Protokoll bei Bedarf ohne großen Aufwand ausgetauscht werden.
7.1.1 ESP8266
Die Nodes der Referenzimplementierung des Sensornetzwerks basieren auf dem
Wemos D1 mini³⁷ (siehe Abbildung 4). Dabei handelt es sich um eine PlaĴform für
den ESP8266, einemWiFi-Chip mit eingebautem Mikrocontoller.
³⁶hĴps://platformio.org/
³⁷hĴps://wiki.wemos.cc/products:d1:d1_mini
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Der Wemos D1 mini verfügt über 11 digitale GPIO-Pins, einen Analog-Digital-
Wandler und unterstützt die seriellen Protokolle I²C, SPI,UART (D1 mini [WEMOS
Electronics], 2018). Der AuĠau des Wemos D1 mini ermöglicht die Verbindung zu
kompatiblen Modulen über ein Shield-System, bei dem die Komponenten zusam-
mengesteckt werden können, ohne dass sie verlötet werden müssen.
Durch das Anbringen einer externen Antenne kann die Reichweite des WiFi-
Chips erhöht werden.
Der ESP8266 ist kompatibel mit der Arduino-PlaĴform. Dies ermöglicht die Ver-
wendungvonbereits existierendenProgrammbibliothekenund erleichtert denUm-
gang für viele NutzerInnen, da für sie das Hochladen der SoĞware auf den Chip
einen bereits bekannten Prozess darstellt.
7.1.2 Unterstüĵte Sensoren und Aktoren
Umdas Sensornetzwerk und die dazugehörige ProgrammierschniĴstelle zu testen,
wurden Module für eine Auswahl an Sensoren und Aktoren implementiert. Diese
Module setzen sich zusammen aus einem Programm für den Mikrocontoller und
einem entsprechenden Modell in der Python-API.
Abbildung 7: Kommerzielle (links oben) und selbstgebaute (rechts oben) Shields
für den Wemos und diverse andere kompatible Sensoren (unten)
Pin Über dieses Modul können die diversen GPIO-Pins des Mikrocontollers ange-
steuert werden. Es stellt Funktionen für das digitale Auslesen und Beschrei-
ben der Pins, sowie der analogen Ein- und Ausgabe über den eingebauten
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ADC beziehungsweise PWM bereit. Außerdem können Callbackfunktionen
auf Interrupts der Pins deﬁniert werden. Alleine durch dieses Modul wird ei-
ne breiteAuswahl von einfachen Sensoren undAktoren unterstützt. DieKom-
munikation mit diesem Modul erfolgt bidirektional über TCP.
DHT11 DerDHT11 ist ein Sensor für Umgebungstemperatur und LuĞfeuchtigkeit,
der als Shield für denWemos D1 mini verfügbar ist.
BuĴon Dieses Modul sendet ein Event an das Gateway, sobald ein an einem von
den NutzerInnen deﬁnierten Pin angeschlossener Taster oder Schalter seinen
Zustand ändert. Der eventbasierte Ansatz hat gegenüber dem GPIO-Modul
den Vorteil, dass die Node selbstständig eine Nachricht sendet und nicht erst
vom Gateway ausgelesen werden muss. Dieses Modul kann auch für selbst-
gebaute BuĴons, wie etwa Kupferkontakte an einer Tür, verwendet werden
(siehe Abbildung 8).
Abbildung 8: Selbstgebauter Sensor, der erkennt, ob eine Tür geöﬀnet oder ge-
schlossen ist. Beim schließen der Tür werden die Kupferkontakte mit-
einander verbunden.
BH1750 Der BH1750 ist ein Lichtintensitätssensor, der über den I²C-Bus angesteu-
ert wird.
Pir Modul für PIR-Bewegungsmelder, das beim Betreten und Verlassen des über-
wachten Bereichs Events auslöst.
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7.2 Gateway
Die eigentliche Logik des Sensornetzwerks läuĞ auf einem zentralen Gateway. Die-
ser kommuniziert mit den Nodes, verarbeitet deren Nachrichten und stellt die Pro-
grammierumgebung in Formeines browserbasierten Frontends zurVerfügung. Prin-
zipiell kann ein beliebiges Linux-System als Gateway eingesetzt werden, indem die
nötige SoĞware darauf installiert wird (siehe Kapitel 8.1). Die Referenzimplemen-
tierung des Sensornetzwerks verwendet einen Raspberry Pi 3³⁸, da es sich dabei um
ein verbreitetes und kostengünstiges System handelt, mit dem potentielle Nutze-
rInnen möglicherweise schon Erfahrung haben.
Das Gateway erstellt automatisch ein WiFi-Netzwerk, mit dem sich Nodes ver-
binden können. Ein im Hintergrund laufender MQTT-Broker ermöglicht die Kom-
munikation zwischen Nodes und API.
In einer Konﬁgurationsdatei (fusion.conf) sind diverse globale Parameter wie
zum Beispiel die Zugangsdaten des WiFi-Netzwerks und das MQTT-Topic deﬁ-
niert. Diese Datei wird auch vom Upload-Skript (beschrieben in Kapitel 7.1) ausge-
lesen, sodass die Parameter auf die Nodes übertragen werden können.
Die API des Sensornetzwerks liegt auf dem Gateway als Python-Modul vor, wo-
durch die Logik des Netzwerks in Form einfacher Python-Skripte umgesetzt wer-
den kann. Jedoch empﬁehlt es sich vor allem für unerfahrene NutzerInnen, eine
browserbasierte Entwicklungsumgebung (beispielsweise Jupyter-Notebooks) für die
Programmierung zu verwenden, da diese ein benutzerfreundliches, plaĴformun-
abhängiges und remote erreichbares Frontend bietet.
7.3 Kommunikation
7.3.1 Eigenes Nachrichtenprotokoll
In früheren Iterationen des Sensornetzwerks wurde ein eigenes Nachrichtenproto-
koll verwendet, das aus Paketen mit einem kurzen Header mit Metadaten und der
eigentlichen, binär codiertenNachricht bestand. Ein imHintergrund laufendes Pro-
gramm (Daemon) übernahm auf demGateway die Kommunikation mit den Nodes.
Dieses Programmwurde durch Inter Process Communication viaUnix Domain Sockets
³⁸hĴps://www.raspberrypi.org/products/raspberry-pi-3-model-b/
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Abbildung 9: AuĠau und Kommunikation des Gateways
vonderAPI angesteuert. Dadurch konnte das Systemeinfach umdieKompatibilität
zu neuen Netzwerkprotokollen erweitert werden, indem ein Kommunikationsda-
emon für das jeweilge Protokoll erstellt wurde.
In späteren Iterationen wurde dieses Nachrichtenprotokoll durch das verbreitete
MQTT-Protokoll ersetzt, da dieses als etablierter Standard eine größere Kompatibi-
lität zu anderen PlaĴformen bietet und deutlich robuster gegenüber Verbindungs-
problemen ist.
7.3.2 MQTT
Die Kommmunikation zwischen Nodes und Gateway ﬁndet vollständig über das
Nachrichtenprotokoll MQTT staĴ. Dieses Protokoll wurde mit besonderer Rück-
sicht auf Robustheit bei unzuverlässigen Netzwerken entwickelt und gewährleistet
sichere Datenübertragung trotz hoher Latenzen, geringer Bandbreite und potenti-
ellem Verlust der Verbindung (Lampkin, 2012). Im Jahre 2014 wurde MQTT von
der Organization for the Advancement of Structured Information Standards (OASIS) als
internationaler Standard für das Internet of Things festgelegt (OASIS, 2014).
MQTT-Nachrichten bestehen aus einem leichtgewichtigen Header, einem so ge-
nannten MQTT-Topic in Textform und den eigentlichen Daten (Payload). Das Topic
besteht aus mehreren, durch Schrägstriche getrennten Subtopics, die von NutzerIn-
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nen festgelegt werden können und beispielsweise Ort, Art oder Datentyp der über-
tragenen Daten modellieren.
MQTT funktioniert nach dem Publisher-Subscriber-Prinzip. Das heißt, dass alle
Nachrichten von so genannten Publishern unter einem bestimmten Topic veröﬀent-
lichtwerden.SubscriberkönnendieseTopicsgezielt abonnierenund empfangendann
alle darunter veröﬀentlichten Nachrichten. Durch Wildcards können auch höhere
Hierarchieebenen der Topics ungeachtet der Subtopics abonniert werden.
DieReferenzimplementierung eines Sensornetzwerks verwendet einen festenAuf-
bau fürMQTT-Topics:
MQTT_NETWORK/MQTT_LOCATION/NODE_NAME/DATA_TYPE
MQTT_NETWORK Die niedrigste Hierarchieebene des Topics beschreibt den Na-
men des Netzwerks, der in der Konﬁgurationsdatei fusion.conf festgelegt
wird. Die eindeutige Identiﬁkation eines Netzwerks über dieses Subtopic er-
möglicht es, mehrere voneinander unabhängige Netzwerke vom selben Gate-
way betreiben zu lassen.
MQTT_LOCATION Dieses in fusion.conf deﬁnierte Subtopic beschreibt die phy-
sische Position einer Node. So können sich beispielsweise mehrere gleiche
Sensoren im selben Netzwerk beﬁnden und anhand ihres Ortes identiﬁziert
werden.
NODE_NAME Der Name einer Node dient deren eindeutiger Identiﬁkation. Er
wird beim Hochladen eines Programms auf die Node über Parameter des
Upload-Skrips festgelegt. Eine Benennung nach der Aufgabe der Node (zum
Beispiel “Thermometer“) ist sinnvoll.
DATA_TYPE Das letzte Subtopic beschreibt die Art der Daten, die in einemMQTT-
Paket übertragenwerden.Dieseswird vomauf derNode laufendenProgramm
festgelegt und an das Topic angehängt. Dadurch kann eine Node mehrere Da-
tentypen unabhängig voneinander versenden, die dabei eindeutig identiﬁ-
zierbar und mit semantischem Kontext versehen sind.
Dieser AuĠau bietet neben der eindeutigen Beschreibung einer Node - sowohl
am System, als auch in der physischenWelt - eine einfacheMöglichkeit zum Filtern
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von Daten auf der Subscriber-Seite. So können miĴels Wildcards im abonnierten
MQTT-Topic beispielsweise alle Nachrichten eines Netzwerks empfangen werden,
die eine Temperatur enthalten:
NETZWERK/#/#/temperature
Der am Anfang des Kapitels bereits kurz beschriebene MQTT-Broker - ein Pro-
gramm, das auf demGateway imHintergrund läuĞ - empfängt alle von den Nodes
gesendeten Nachrichten und leitet sie an die entsprechenden Subscriber weiter.
Die in dieser Arbeit implementierte ProgrammierschniĴstelle stellt Klassen bereit,
die alsMQTT-Subscriber agieren. Darüber hinaus können andere SchniĴstellen, die
MQTT unterstützen, einfach an das System angebunden werden.
7.4 API
DasHerzstück der ProgrammierschniĴstelle stellt die als Python-Modul implemen-
tierte API dar. Diese besteht aus zahlreichen Klassen (Module), die jeweils eine
Node repräsentieren und deren Funktionalität modellieren. Alle diese Klassen er-
ben von der Basisklasse FUSION_MQTT, welche grundlegende Aufgaben wie die be-
reits beschriebene Kommunikation überMQTT übernimmt. Dazuwerden Funktio-
nen zum Serialisieren undDeserialisieren vonDaten, demAuĠauen undAufrecht-
erhalten der Verbindung, sowie dem Senden und Empfangen von Nachrichten zur
Verfügung gestellt. Des Weiteren können über die Basisklasse Callbackfunktionen
registriert werden, die beim Empfangen von Nachrichten mit einem bestimmten
Topic aufgerufen werden.
Modulewerdenmit einemNamen (node_name) und einemOrt (node_location) in-
itialisiert. Diese entsprechenden imvorherigenKapitel beschriebenMQTT-Subtopics
und dienen der eindeutigen Identiﬁzierung der dazugehörigen Nodes.
Die Funktion OnUpdate(callback, data_entry) registriert die als ersten Parame-
ter übergebene Funktion als Callback für den als zweiten Parameter übergebenen
Datentyp. Sobald eine Nachricht der korrespondierenden Node mit dem entspre-
chenden Datentyp empfangen wird, wird die so registrierte Callbackfunktion auf-
gerufen und die gesendeten Daten werden als Parameter übergeben. Darüber hin-
aus werden die empfagenen Daten auch im dictionary data der Basisklasse mit
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dem entsprechenden Datentyp als Key gespeichert und können über die Funkti-
on get(data_entry) abgerufen werden.
1 from .FUSION_MQTT import *
2
3 class Minimal(FUSION_MQTT):
4 def __init__(self, node_name, node_network=MQTT_DEFAULT_NETWORK,
node_location=MQTT_DEFAULT_LOCATION):
5 FUSION_MQTT.__init__(self, node_name, node_network,
node_location)
6 self.add_data_entry("value", int)
7
8 def info(self):
9 print("minimum working example")
Codebeispiel 3: Beispiel der Implementierung eines minimalistischen Moduls
Die Funktion add_data_entry(data_entry, data_type) fügt einen neuen Eintrag
zur Liste von Datentypen (z.B. “temperature“, “humidity“, ...) hinzu, die vom Mo-
dul abonniert sind. Diese sind nicht zu verwechseln mit dem im zweiten Parameter
übergebenen Datentyp der serialisierten Daten (z.B. int, string, ...), die als Payload
der Nachricht übertragen werden. Dieser ist nötig um die Daten korrekt deseriali-
sieren zu können, daMQTT Daten ungeachtet ihres Typs überträgt.
Um ein neues Modul zu erstellen, muss dieses lediglich von der FUSION_MQTT-
Klasse erben und im Konstruktor müssen vom Modul abonnierte Datentypen mit-
hilfe von add_data_entry festgelegt werden. Weitere Funktionalität kann bei Bedarf
zum Modul hinzugefügt werden.
1 from FUSION import Minimal
2
3 # initialize the module
4 sensor = Minimal(node_name = "mini", node_location="1104")
5
6 # define a callback
7 def on_update(data):
8 print(data)
9
10 # register the callback
11 sensor.OnUpdate(on_update, "value")
Codebeispiel 4: Verwendung eines simplen Moduls
Mit der Funktion send_message(topic, payload) kann eineNachricht überMQTT
versendet werden. Dabei gibt der Parameter topic das letzte Subtopic der Nachricht
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an - Netzwerk, Ort und Name wurden bereits bei der Initialisierung des Moduls
festgelegt. Mit den Parameter payload werden die Daten übergeben, die mit der
Nachricht versendet werden.
Darüber hinaus enthält die API auch Klassen und Funktionen, die keine Nodes
modellieren.Diese dienenderVerarbeitungundVisualisierungvonDaten, derKom-
munikation mit diversen Prozessen auf dem Gateway, oder als Wrapper für be-
stehende Python-Bibliotheken:
E-Mail Dieses Modul stellt eine einfache Funktion bereit, um E-Mails über SMTP
zu versenden.
Visualize Ein Wrapper für das Python-Paket Bokeh³⁹, mit dem Daten visualisiert
werden können.
Filter Eine Sammlung diverser gängiger Filter zur Datenverarbeitung.
Log Stellt Funktionen bereit, mit denen Daten in einer Log-Datei gespeichert wer-
den können.
Die Klassen der API sind nach den Richtlinien der objektorientierten Program-
mierung aufgebaut. Technische Aspekte wie Netzwerkcode zur Kommunikation,
Exception-Handling und die Deserialisierung von Daten in abstrakte Objekte, wur-
den wenn möglich in eigene Klassen ausgelagert, sodass die Module schlank und
lesbar gestaltet werden konnten. Verständliche Variablen- und Funktionsbezeich-
ner, sowie ausführliche Kommentare tragen weiter zur Lesbarkeit des Quellcodes
bei. Außerdem enthält jedes Modul die Funktion info(), welche eine Beschreibung
der Funktionen des Moduls ausgibt.
DurchdieUnterteilungderAPI in verschiedeneEbenen bleibt technisch anspruchs-
voller Quellcode vor unerfahrenen NutzerInnen verborgen, während erfahrenen
NutzerInnender Zugriﬀ darauf nicht verwehrtwird.Diese könnendenUmfangder
ProgrammierschniĴstelle durch das Schreiben eigener Module erweitern. Externe
Python-Bibliotheken können auf dem herkömmlichenWeg über den Paketmanager
PIP installiert und durch die import-Anweisung eingebunden werden.
³⁹hĴps://bokeh.pydata.org/
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7.4.1 Python als Programmiersprache
Python ist eine weit verbreitete Programmiersprache, die sich durch ihre simple
und logische Syntax auszeichnet und dabei den natürlichen Sprachen näher kommt
als andere Programmiersprachen. Da die Sprache fast vollständig auf Boilerplate
verzichtet (siehe Codebeispiel 5 und 6 für einen Vergleich von Python und C) und
funktionale Blöcke durch Einrückung gruppiert, ist Python-Code auch für Anfän-
gerInnen leicht zu lesen und verstehen (Fangohr, 2004).
1 print("Hallo Welt!")
Codebeispiel 5: Hallo-Welt-Programm in Python
1 #include <stdio.h>
2
3 int main()
4 {
5 printf("Hallo Welt!");
6 return 0;
7 }
Codebeispiel 6: Hallo-Welt-Programm in C
Trotzdem unterstützt Python auch komplexe Funktionalität und kann für voll-
ständig objektorientierte Programmierung verwendet werden.
Python ist eine interpretierte Sprache, wodurch es kompatibel zu den meisten
verbreiteten PlaĴformen ist. Darüber hinaus können Python-Interpreter bei Lauf-
zeitfehlern sehr aussagekräĞige Fehlermeldungen mit Traceback ausgeben.
Durch Programmbibliotheken kann der Funktionsumfang der Sprache erweitert
werden, wodurch sie fächerübergreifend einsetzbar ist. So existieren beispielsweise
Bibliotheken für mathematische Operationen (NumPy⁴⁰), Visualisierung von Daten
(Matplotlib⁴¹), Statistik (SciPy⁴²), Bildverarbeitung (Pillow⁴³), Natural Language Pro-
cessing (NLTK⁴⁴) und Machine Learning (TensorFlow⁴⁵). Dadurch wird mit einer ge-
meinsamen Sprache ein Funktionsumfang abgedeckt, für den einst zahlreiche ver-
⁴⁰hĴps://www.numpy.org/
⁴¹hĴps://matplotlib.org/
⁴²hĴps://www.scipy.org/
⁴³hĴps://pillow.readthedocs.io/en/stable/
⁴⁴hĴps://www.nltk.org/
⁴⁵hĴps://www.tensorﬂow.org/
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schiedene Programme benötigtwurden (Langtangen, 2008). Diesemussten vonAn-
wenderInnen einzeln erlernt werden und waren untereinander nicht immer kom-
patibel.
Aufgrundder niedrigenEinstiegsschwelle unddes breitenAngebots anProgramm-
bibliotheken ist Python eine vielseitige und leicht erlernbare Programmiersprache,
die sich deshalb gut für End User Programming eignet. Darüber hinaus besteht
durch Jupyter Notebooks (siehe Kapitel 6.5) die Möglichkeit, Python-Programme in
einem Webbrowser zu schreiben und auszuführen, wodurch keine dedizierte Ent-
wicklungsumgebung installiertwerdenmuss undkollaborativeArbeit an Projekten
ermöglicht wird.
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8 Inbetriebnahme und Verwendung
Um die ProgrammierschniĴstelle verwenden zu können, muss zuerst das Sensor-
netzwerk auf einem Linux-SystemmitWiFi-Unterstützung, das später als Gateway
dient, installiert werden. Es empﬁelt sich, dafür einen System-on-a-Chip-Computer,
wie beispielsweise einen Raspberry Pi zu verwenden.
8.1 Installation
Zuerst muss das entsprechende Repository⁴⁶ heruntergeladen werden. Danach na-
vigiert man in das Verzeichnis des Repository und führt das Installationsskript
setup.sh aus. Dadurchwerden benötigte Komponenten automatisch installiert und
der Service zum Erstellen einesWiFi Access Point für das Sensornetzwerk eingerich-
tet. Das Setup besteht aus folgenden SchriĴen:
1. Installation von benötigten und empfehlenswerten Paketen über den Paket-
manager apt
2. Einrichten einer Python-Umgebung und Installation von benötigten Python-
Paketen über Pythons Paketmanager PIP
3. EinrichtendesCommand Line InterfacederPlatformIO-Entwicklungsumgebung
4. Konﬁguration von Jupyter Notebooks
5. Konﬁguration der Services dnsmasq und hostapd zum automatischen Erstellen
einesWiFi Access Point
8.2 Benuĵung
Nach der Installation kann mithilfe des Upload-Skripts pio_compile.sh ein Pro-
gramm aus dem nodes-Verzeichnis auf den Mikrocontroller einer Node hochgela-
den werden. Dieses Programm wird beim Bootvorgang der Node automatisch ge-
startet und läuĞ bis zu einem Reset des Geräts oder dem Trennen der Stromver-
sorgung. Die Verbindung zum Gateway und das Senden von Nachrichten an den
⁴⁶hĴps://github.com/A-Schmid/FUSION_EUP
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MQTT-Broker geschieht automatisch. DasUpload-Skript liest die Konﬁgurationsda-
tei fusion.conf und kannmit diversen Parametern ausgeführt werden. Diese Daten
werden der Node beim Hochladen des Programms übergeben.
Folgende Parameter können dem Upload-Skript übergeben werden:
NODE_NAME Einzigartiger Name der Node, auf der das Programm läuĞ. Stellt
das vierte Subtopic desMQTT-Topic dar.
DELAY Zeit in Millisekunden, die das Programm nach jedem Durchlauf wartet.
PROTOCOL Verwendetes Nachrichtenprotokoll. Der aktuelle Stand der SchniĴ-
stelle unterstützt nurMQTT.
ACTION Übergibt man hier “debug“, so wird das Programm nur kompiliert und
nicht auf die Node hochgeladen.
Folgende Parameter werden aus der Konﬁgurationsdatei fusion.conf ausgele-
sen:
WIFI_SSID SSIDdesWiFi-Netzwerks, das für das Sensornetzwerk verwendetwird.
WIFI_PASSWORD Passwort des entsprechenden WiFi-Netzwerks.
MQTT_SERVER IP-Adresse des Gateway.
MQTT_PORT Port auf dem derMQTT-Broker läuĞ (Standard: 1883).
MQTT_TOPIC_NETWORK Namedes Sensornetzwerks als erstesSubtopicdesMQTT-
Topic.
MQTT_TOPIC_LOCATION Ort des Sensornetzwerks als zweitesSubtopicdesMQTT-
Topic.
Die so übergebenenParameterwerden imProgrammcodederNode als Präprozessor-
Makros deﬁniert. Dadurch kann das selbe Programmmit unterschiedlichen Konﬁ-
gurationen auf verschiedene Nodes geladen werden, ohne dass jedes Mal der Code
angepasst werden muss.
Auf demGateway können nun Python-Programme gestartet werden, welche das
FUSION-Package verwenden. Es wird empfohlen, im Verzeichnis der Program-
mierschniĴstelle den Befehl jupyter notebook auszuführen. Dadurch wird Jupyter
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Notebook gestartet und kann von allen Geräten, die sich im selben WiFi-Netzwerk
beﬁnden, über einen Webbrowser aufgerufen werden.
Um die ProgrammierschniĴstelle zu verwenden, erstellt man ein neues Python3-
Notebook und importiert benötigteModule aus dem FUSION-Package. Dannmuss
eine Instanzdes derNode entsprechendenModuls erstelltwerden.Über die OnUpdate-
Funktion des Moduls können Callbackfunktionen auf neue Nachrichten der Node
registriert werden und über die get()-Funktion können Daten des Moduls abge-
fragt werden. Die send_message-Funktion sendet Nachrichten an die Node. Durch
Python-Code kann beliebige Programmlogik implementiert werden.
ImVerzeichnis test_scripts beﬁnden sich Python-Dateien, die Codebeispiele für
die Verwendung der SchniĴstelle enthalten.
8.3 Erweiterung
UmeigeneModule zu schreiben,muss eine neuePython-Datei im FUSION-Verzeichnis
erstellt werden. Darin wird eine Klasse erstellt, die von der FUSION\_MQTT-Klasse
erbt. Im Konstruktor der Klasse werdenmithilfe der add_data_entry-Funktion neue
Datentypen registriert, die dasModul empfangen kann. Eigene Funktionalität kann
nach belieben zumModul hinzugefügt werden. Zuletzt muss die Datei __init__.py
noch um einen Eintrag zum neu erstellten Modul erweitert werden.
UmeigeneNodes zu implementieren, erstelltman einUnterverzeichnis in nodes/.
Darinwird eine .ino-Datei erstellt, die den gleichenNamenwie dasVerzeichnis hat.
In dieserDatei kanndie Funktionalität derNodemit C++ implementiertwerden. Bei
komplexen Projekten empﬁelt es sich, die Funktionalität in einer Bibliothek zu kap-
seln. Diese wird im Verzeichnis nodes/libraries/src/ in Form einer C++-Datei und
einer dazugehörigen Header-Datei abgelegt. Externe Bibliotheken können über die
PlatformIO-Umgebung installiert werden.
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9 Evaluierung
Die imRahmen dieser Arbeit implementierte ProgrammierschniĴstelle und das da-
zugehörige Sensornetzwerk sollen im Hinblick auf Benutzbarkeit, Funktionalität
und Robustheit evaluiert werden. Dabei ist insbesondere der Vergleich zu einer vi-
suellen Programmierumgebung mit ähnlichem Funktionsumfang interessant. Dar-
über hinaus sollen Schwachstellen und technische Limitierungen des Systems fest-
gestellt werden.
Um die Benutzbarkeit (Usability) eines Systems zu evaluieren, werden im For-
schungsgebiet der Mensch-Maschine-Interaktion (HCI) oĞ Nutzerstudien durch-
geführt, bei denen ProbandInnen das System benutzen, um ihnen gestellte Aufga-
ben (Tasks) zu lösen. Die Usability wird dabei oĞ mit einemMixed-Methods-Ansatz
(van Turnhout et al., 2013), also einer Kombination aus qualitativen und quantita-
tiven Daten festgestellt. So können Kommentare der ProbandInnen während des
Tasks Hinweise auf mögliche Usabilityprobleme geben, auf die in einem Interview
nach dem Task näher eingegangen werden kann. Laut Nielsen (2000) reicht dabei
bereits eine kleine Stichprobe aus, um einen Großteil der Usabilityprobleme eines
Systems zu ﬁnden. Quantitative Daten zur Usability eines Systems können erho-
ben werden, indem beispielsweise die Zeit bis zum Abschluss eines Tasks oder die
Fehlerrate während der Bearbeitung gemessen wird. Zudem existieren validierte
Fragebögen, die von ProbandInnen nach der Benutzung eines Systems ausgefüllt
werden, um die Usability zu quantisieren.
Obwohl in der HCI meist die Usability von graphischen BenutzerschniĴstellen
gemessen wird, können Evaluierungsmethoden wie Nutzerstudien und Heuristi-
ken laut Jiang (o. J.); Grill et al. (2012) auch zur Evaluation der Usability von APIs
verwendetwerden.Myers&Stylos (2016) befassen sich umfassendmitAPI-Usabilty,
indem sie anhand von Beispielen häuﬁge Usabilityprobleme aufzeigen. Daraus lei-
ten sie Richtlinien zur Evaluation der Usability von APIs ab und passen letztlich
Nielsens Heuristiken für User-Interface-Design (Nielsen, 1994) an das Design von
ProgrammierschniĴstellen an (frei übersetzt nach Myers & Stylos):
Visibility of system status Es sollte fürNutzerInnen einfach sein, den Zustand des
Systems zu überprüfen. Operationen, die aufgrund des Systemzustands nicht
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durchgeführt werden können, sollen angemessene Fehlermeldungen geben.
Match between system and real world FunktionsnamenunddieOrganisation von
Funktionen inKlassen sollen denErwartungen vonNutzerInnen entsprechen.
So soll beispielsweise für häuﬁg verwendete Funktionen ein möglichst gene-
rischer Name verwendet werden.
User control and freedom NutzerInnen sollen in der Lage sein, Operationen abzu-
brechen und den Zustand des Systems zurückzusetzen.
Consistency and standards Alle Bestandteile des Designs sollen über das gesamte
System hinweg konsistent sein.
Error prevention Das System sollte NutzerInnen so anleiten, dass sie es richtig ver-
wenden.
Recognition rather than recall Da viele NutzerInnen von IDEs die Funktion zur
automatischen Codevervollständigung verwenden, um das System zu explo-
rieren, müssen Namen von Funktionen und Klassen klar und verständlich
sein, sodass sie wiedererkannt werden können.
Flexibility and eﬃciency of use NutzerInnen sollen ihre Aufgabenmit einem Sys-
tem eﬃzient erledigen können.
Aesthetic and minialist design Kleinere undweniger komplexe Systeme sindhäu-
ﬁg einfacher zu benutzen. Durch eine klare Struktur und sinnvolle Benennun-
gen können aber auch umfangreiche Systeme gut bedienbar gestaltet werden.
Help users recognize, diagnose, and recover from errors DieAPI sollte auf Fehler
mit sinnvollen und hilfreichen Fehlermeldungen reagieren, um gute Usability
zu gewährleisten.
Help and documentation (keine nähere BeschreibungdurchMyers&Stylos (2016))
9.1 Vergleich FUSION und Node-RED
Da die heuristische Evaluation laut Nielsen &Molich (1990) normalerweise von Ex-
pertInnen durchgeführt wird, die in dieser Arbeit erstellte ProgrammierschniĴstel-
le aber explizit auf NutzerInnenmit wenig Programmiererfahrung ausgelegt ist, ist
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eine heuristische Evaluation im klassischen Sinne in diesem Kontext nicht sinnvoll.
Deshalbwird eineNutzerstudiemit ProbandInnen, die zur Zielgruppe des Systems
gehören, durchgeführt. In einem semistrukturierten Interview nach der Studie wer-
den dennoch Aspekte der Heuristiken für API-Usability erfragt. Zudem wird die
System Usability Scale (SUS) (Brooke, 1996) verwendet, um die Usability der Pro-
grammierschniĴstelle zu quantisieren. Dieser Fragebogen wurde ausgewählt, weil
er bereits mit einer kleinen Anzahl von ProbandInnen ein repräsentatives Ergebnis
liefert (Brooke, 1996) und er laut Lewis (2018) auch für die Evaluation von Program-
mierschniĴstellen geeignet ist.
9.1.1 Studiendesign
Ziel der Nutzerstudie war es, die ProgrammierschniĴstelle (im Folgenden “FUSI-
ON“) mit einer etablierten, visuellen Programmierumgebung im Hinblick auf Eﬃ-
zienz und Usability zu vergleichen. Als Vergleich wurde das bereits in Kapitel 4.2.1
beschriebene SystemNode-RED ausgewählt, da es auf IoT-Anwendungen ausgelegt
ist und mit dem in dieser Arbeit erstellten Sensornetzwerk kompatibel ist. Es wur-
den drei realitätsnahe, voneinander unabhängige Tasks deﬁniert, die einen mög-
lichst großen Teil des Funktionsumfangs der API abdecken und mit beiden Syste-
men umgesetzt werden können. Um einen möglichen Einﬂuss durch Befangenheit
zu reduzieren, wurden die Tasks von einem unabhängigen DriĴen validiert.
Aufgabe 1 Auslesen der LuĞfeuchtigkeit, Ausgabe des Ergebnis in die Konsole
Aufgabe 2 Auslesen der Temperatur und Senden einer E-Mail mit dem Ergebnis,
sobald ein BuĴon gedrückt wird
Aufgabe 3 An- und Ausschalten einer LED, abhängig von der mit einem Sensor
gemessenen Lichtintensität
(Vollständige Tasks: siehe Anhang A⁴⁷⁴⁸)
Die zum Lösen der Aufgaben benötigten Hardware-Nodes wurden den Proban-
dInnen zur Verfügung gestellt. Sie waren beschriĞet und bereits mit einem funktio-
nierenden Programm bespielt.
⁴⁷Nutzerstudie/Dokumente/tasks_fusion.pdf
⁴⁸Nutzerstudie/Dokumente/tasks_nodered.pdf
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Alle TeilnehmerInnen der Studie sollten die Tasks mit beiden Systemen durch-
führen (Within-Subjects-Design). Um Lerneﬀekten entgegenzuwirken, wurde das
System, mit dem begonnen wird, anfangs zufällig und bei dem/der letzten Pro-
band/in manuell festgelegt, sodass letztlich beide Systeme in etwa gleich oĞ zuerst
bearbeitet wurden.
Vor der Studie wurden demographische Daten und die bisherige Programmier-
erfahrung der ProbandInnen durch einen Fragebogen (siehe Anhang A⁴⁹) erhoben.
Dieser baute auf den bereits bei der Anforderungserhebung verwendeten Fragebo-
gen (siehe Kapitel 5.2) auf und ergänzte ihn nur um die Frage, mit welchen Pro-
grammiersprachen und -umgebungen die ProbandInnen bereits Erfahrung haben.
Die TeilnehmerInnen wurden vor der Studie durch den Testleiter kurz in das je-
weilige System eingeführt, indem er das Starten und Stoppen von Programmen,
das Senden und Empfangen von Daten, sowie den allgemeinen AuĠau des Sys-
tems erklärte. Zudem erhielten sie eine knappe Anleitung (siehe Anhang A⁵⁰⁵¹), in
der die wichtigsten Komponenten beschrieben waren. Die ProbandInnen erhielten
neben der Anleitung keine Dokumentation, sondern sollten Fragen direkt an den
Testleiter stellen. So konnte gemessen werden, wie oĞ die Hilfe einer Dokumentati-
on benötigt wurde. Zusätzlich wurden beim Bearbeiten der Tasks mit der in dieser
Arbeit erstellten ProgrammierschniĴstelle Codebeispiele bereitgestellt, die simple
Anwendungen enthielten (siehe Anhang A⁵²). Dies hat den Grund, dass Codebei-
spiele eine explizite Anforderung an das System darstellen, die sich aus der imRah-
men der Anforderungserhebung durchgeführten Fokusgruppenstudie (siehe Kapi-
tel 5.2) ergeben hat.
Nach der Einführung haĴen die ProbandInnen die Gelegenheit, Fragen zum je-
weiligen System zu stellen. Danach begannen sie mit der Bearbeitung der Aufga-
ben. Die Bearbeitungszeit jedes Tasks wurde mit einer Stoppuhr gemessen. Wurde
ein Task abgebrochen, so wurde dies festgehalten.
Nachdem alle drei Tasks mit einem System bearbeitet wurden, bewerteten die
ProbandInnen die subjektive Usability des eben verwendeten Systems, indem sie
den Fragebogen der System Usability Scale ausfüllten. DarauĢin wurden die Pro-
⁴⁹Nutzerstudie/Dokumente/fragebogen.pdf
⁵⁰Nutzerstudie/Dokumente/guide_fusion.pdf
⁵¹Nutzerstudie/Dokumente/guide_nodered.pdf
⁵²Nutzerstudie/Codebeispiele/
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bandInnen zu ihrerMeinung über das eben verwendete Systembefragt und eventu-
elle während der Bearbeitung der Tasks aufgetretenen Probleme wurde diskutiert.
Direkt im Anschluss wurden die Tasks mit dem zweiten System durchgeführt,
worauf wieder ein SUS-Fragebogen und ein kurzes Interview folgte.
9.1.2 Vorstudie
Es wurde eine Vorstudie mit zwei ProbandInnen durchgeführt, um das Studiende-
sign zu überprüfen und eventuelle technische Probleme am System, sowie schlecht
verständliche Formulierungen in Anleitung und Aufgabenstellung, frühzeitig zu
erkennen. Auch die Zeit, die zum Lösen der Aufgaben benötigt wird, sollte durch
die Vorstudie eingeschätzt werden. Die Vorstudie wurde mit erfahrenen Program-
miererInnen durchgeführt.
Einige technische Probleme, wie das gelegentliche Abbrechen der Verbindung,
sobald mehrere Nodes im Einsatz waren, traten während der Vorstudie auf und
wurden noch vor der Hauptstudie behoben.
9.1.3 Hauptstudie
Abbildung 10: AuĠau der Studie
Die Studie wurde mit sieben ProbandInnen (fünf männlich, zwei weiblich, nie-
mand divers) mit einemAlter von 24 bis 54 Jahren (DurchschniĴ: 31) durchgeführt.
Zwei von ihnen schätzten sich selbst als fortgeschriĴen ein, vier bezeichneten sich
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als AnfängerInnen und eine Person haĴe keine Programmierkenntnisse. Die Pro-
grammiererfahrung der ProbandInnen lag zwischen null und fünf Jahren (Durch-
schniĴ: 1,9 Jahre). Die Verteilung der Berufe der ProbandInnen kann Tabelle 1 ent-
nommen werden, die den ProbandInnen bekannten Programmiersprachen sind in
Tablle 2 aufgelistet.
Beruf Anzahl
Studierende 3
KFZ-MeisterIn 1
ElektrikerIn/TanzlehrerIn 1
EntwicklungsingenieurIn 1
Training Specialist 1
Tabelle 1: Berufe der ProbandInnen
Programmiersprache Anzahl
C 4
Java 4
Python 4
JavaScript 2
C# 2
TypeScript 1
MatLab 1
Arduino 1
PHP 1
R 1
SPSS 1
Tabelle 2: Den ProbandInnen bekannte Programmiersprachen und -umgebungen
Da beide verglichenen Systeme über einen Webbrowser bedient werden können
und somit keine zusätzliche Installation von SoĞware nötig ist, war es den Teilneh-
merInnen der Studie freigestellt, ihren eigenen Rechner zu verwenden. Wenn sie
dies nicht wollten, wurde ihnen ein ASUS-Laptop (K53S) mit dem Betriebssystem
Ubuntu 16.10, dem BrowserMozilla Firefox und einer Maus zur Verfügung gestellt.
Die Studie wurde im Versuchsraum 4 der TechBase in Regensburg durchgeführt.
Der genaue AuĠau ist in Abbilung 10 zu sehen.
9.1.4 Ergebnisse der Hauptstudie
Aufgrund der sehr geringen Anzahl an ProbandInnen ist der zentrale Grenzwert-
satz (Pólya, 1920) nicht erfüllt. Somit können die quantitativen Ergebnisse der Nut-
zerstudie nicht verallgemeinert werden. Aus diesem Grund wird bei der Auswer-
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tung der Ergebnisse größtenteils auf statistische Tests verzichtet, da diese mit einer
so kleinen Stichprobe nicht aussagekräĞig wären. Jedoch ist eine Tendenz erkenn-
bar, anhand derer eine ausführlichere Studie geplant und durchgeführt werden
kann.
DieAuswertungder SUS-Fragebögen hat ergeben, dass beide Systememit durch-
schniĴlichen SUS-Scores unter sechzig gravierende Usabilityprobleme aufweisen
(Rauer, 2011). Dabei schneidet Node-REDmit einem DurchschniĴswert von vierzig
deutlich schlechter ab als FUSIONmit einemDurchschniĴswert von 56,4 (siehe Ab-
bildung 11 und Tabelle 3). Nach die Ergebnisse der SUS mit dem Shapiro-Wilk-Test
(Shapiro & Wilk, 1965) positiv auf eine Normalverteilung getestet wurden, wurde
ein t-Test für unabhängige Stichproben durchgeführt, um den Unterschied in der
Usability der beiden Systeme auf Signiﬁkanz zu testen. Der t-Test ergab einen si-
gniﬁkanten Unterschied mit einem p-Wert von 0,03.
Abbildung 11: Ergebnissse der SUS
System Minimum DurchschniĴ Maximum
FUSION 42,5 56,4 65
Node-RED 20 40 62,5
Tabelle 3: SUS-Scores nach System
Die qualitativ durch Interviews und anhand der von den ProbandInnen gestell-
ten Fragen gesammeltenDatenwerden imFolgenden in denKontext der vonMyers
& Stylos (2016) an API-Usability angepassten Nielsen-Heuristiken Nielsen (1994)
eingeordnet.
FUSION
Visibility of system status Drei ProbandInnen haĴen Probleme mit dem AuĠau
von Jupyter Notebooks. Sie führten die erste Zelle, welche die nötigen Pakete
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importiert, nicht aus und wussten nicht, warum das System beim Ausführen
ihres Programms eine Fehlermeldung ausgibt.
Match between system and real world Drei ProbandInnen lobten denAuĠau der
ProgrammierschniĴstelle undbezeichnetendie gewählten Funktions- undVa-
riablennamen als sinnvoll.
Bei zwei ProbandInnen stimmte derenmentalesModell nichtmit demAuĠau
der ProgrammierschniĴstelle überein.
User control and freedom Ein/e Proband/in war zwar in der Lage, das System bei
Fehlverhalten zurückzusetzen, kritisierte aber, dass dies häuﬁg nötig war, um
mit dem Bearbeiten der Aufgabe fortfahren zu können.
Consistency and standards (kein Feedback der NutzerInnen zu diesem Punkt)
Error prevention Zwei ProbandInnen haĴen Probleme mit der Syntax von Python
und der API.
Recognition rather than recall Zwei ProbandInnen gaben an, dass sie die textba-
sierte Programmierumgebung aufgrund von Gewohnheit bevorzugten.
Flexibility and eﬃciency of use Zwei ProbandInnen bezeichnetendieVerwendung
der ProgrammierschniĴstelle als einfach.
Zwei ProbandInnen fanden das Strukturieren des Programms und das Anle-
gen von Variablen mit FUSION einfacher als mit Node-RED
Aesthetic and minialist design (kein Feedback derNutzerInnen zu diesemPunkt)
Help users recognize, diagnose, and recover from errors Ein/e Proband/in hielt die
ausgegebenen Fehlermeldungen für hilfreich, während ein/e andere/r Pro-
band/in bemängelte, dass das System zu wenig Feedback gibt.
Help and documentation Die bereitgestellten Codebeispiele fanden vier Proban-
dInnen hilfreich, zwei gaben an, dass die Aufgaben ohne diese für sie nicht
lösbar gewesen wären.
Ein/e Proband/in hielt die Anleitung des Systems für zu knapp.
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Andere Aspekte Ein/e Proband/in hob den großen Funktionsumfang von FUSION
als positiv hervor.
Bei zwei ProbandInnen traten technsiche Probleme auf, die sie bemängelten.
Zwei ProbandInnen fanden, dass die ProgrammierschniĴstelle nicht für Ein-
steiger geeignet sei.
Vier ProbandInnen bevorzugten FUSION gegenüber Node-RED.
Node-RED
Visibility of system status Zwei ProbandInnen kritisierten fehlendes oder falsches
Feedback.
Drei ProbandInnen verstanden den AuĠau der zwischen den Nodes gesen-
deten Nachrichten nicht.
Match between system and real world Ein/e Proband/in bezeichnete den AuĠau
von Node-RED als gut nachvollziehbar und intuitiv.
Vier ProbandInnen haĴen Probleme, vorhandene Funktionen des Systems zu
ﬁnden.
Drei ProbandInnen verstanden nicht, wie Variablen in Node-RED angelegt,
verändert und ausgelesen werden können.
User control and freedom Ein/e Proband/in fragte explizit nach, wieman dasAus-
führen eines Programms beenden könne.
Consistency and standards (kein Feedback der NutzerInnen zu diesem Punkt)
Error prevention Ein/e Proband/in hob positiv hervor, dass Node-RED durch den
visuellen Ansatz Syntaxfehler vermeide.
Drei ProbandInnen haĴen Probleme damit, Nodes korrekt zu verbinden. So
versuchten sie beispielsweise, eineOutput-Node als Input zu verwenden, oder
die Eingänge zweier Nodes miteinander zu verbinden.
Recognition rather than recall Drei ProbandInnen bezeichnetendas Systemals un-
übersichtlich.
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Flexibility and eﬃciency of use Vier ProbandInnen kritisierten das Fehlen vonFunk-
tionen, die ihrer Meinung nach Teil des Systems sein sollten.
Ein/e Proband/in empfand die Bedienung von Node-RED als umständlich.
Aesthetic and minialist design Zwei ProbandInnen fanden Node-RED visuell an-
sprechend.
Zwei ProbandInnen gaben an, dass zu viele Einstellungen die Usability des
Systems negativ beeinﬂussten.
Help users recognize, diagnose, and recover from errors (kein Feedback derNut-
zerInnen zu diesem Punkt)
Help and documentation Ein/e Proband/in kritisierte die technisch anspruchsvol-
len Beschreibungstexte der Module.
Andere Aspekte Drei ProbandInnen hielten Node-RED für leicht erlernbar.
Zwei ProbandInnen bevorzugten Node-RED gegenüber FUSION.
Task System Minimum DurchschniĴ Maximum Abgebrochen
Task 1 FUSION 5:22 min 12:41 min 23:30 min 0Node-RED 2:07 min 7:51 min 18:27 min 0
Task 2 FUSION 8:34 min 15:45 min 23:49 min 2Node-RED 21:06 min 21:06 min 21:06 min 6
Task 3 FUSION 5:03 min 15:33 min 37:49 min 1Node-RED 10:51 min 18:21 min 25:23 min 3
Tabelle 4: Taskzeiten erfolgreich abgeschlossener Aufgaben nach System
Tasksmit dem FUSION-Systemwurdendeutlich häuﬁger erfolgreich abgeschlos-
sen als mitNode-RED (siehe Abbruchrate in Tabelle 4). Diese hohe Abbruchrate be-
stärkt die Vermutung, dass Node-RED ernsthaĞe Usabilityprobleme aufweist.
Task 1 wurde von allen ProbandInnen mit beiden Systemen erfolgreich bearbei-
tet, dabei wurde die Aufgabe mit Node-RED im DurchschniĴ schneller gelöst als
mit FUSION.
Task 2 mit dem FUSION-System wurde von zwei ProbandInnen abgebrochen,
während nur ein/e Proband/in die AufgabemitNode-RED lösen konnte. Da deshalb
nur eine gemessene Taskzeit für Node-RED vorliegt, sind die Ergebnisse für diesen
Task nicht vergleichbar.
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Task 3 wurdemit FUSION im DurchschniĴ schneller abgeschlossen als mitNode-
RED. Auch die Abbruchrate ist bei FUSION (ein Abbruch) geringer als bei Node-
RED (drei Abbrüche).
Abbildung 12: Taskzeiten erfolgreich abgeschlossener Aufgaben nach System
In Abbildung 13 ist erkennbar, dass Aufgaben mit dem System, das als zweites
verwendet wurde, tendenziell schneller abgeschlossenwurden. Dies lässt auf einen
möglichen Lerneﬀekt schließen, der die Bearbeitungszeit der Aufgaben mit dem
zweiten System beeinﬂusst (Budiu, 2018).
Die Nutzerstudie hat ergeben, dass beide verglichenen Systeme von Usability-
problemen betroﬀen sind. Bei Node-RED sind diese so gravierend, dass viele Pro-
bandInnen nicht in der Lage waren, Aufgaben erfolgreich abzuschließen. Trotz ge-
ringer oder gar keiner Vorerfahrung im Programmieren wurde die textbasierten
ProgrammierschniĴstelle von den ProbandInnen besser verstanden als der Auf-
bau der visuellen Programmierumgebung,welcher nicht demmentalenModell vie-
ler NutzerInnen entsprach. So ist bei Node-RED trotz der graphischen Darstellung
des Programmablaufs der Systemzustand nicht transparent genug. Darüber hin-
aus sind einige Funktionen nicht den Erwartungen der NutzerInnen entsprechend
benannt, beziehungsweise gar nicht vorhanden.
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Abbildung 13: Taskzeiten erfolgreich abgeschlossener Aufgaben in Abhängigkeit
der Testreihenfolge
Das Bereitstellen von ausführlich kommentierten Codebeispielen half den Pro-
bandInnen, das System zu verstehen und die Aufgaben zu lösen. Dabei war es auch
NutzerInnen ohne Programmierkenntnisse möglich, sich die Syntax aus den Bei-
spielen herzuleiten. Insbesondere Personen mit geringer oder keiner Programmier-
erfahrung gaben an, dass sie dieseArt derHilfestellung gegenüber einer klassischen
Dokumentation bevorzugten.
Um Usability und User Experience der in dieser Arbeit entwickelten Program-
mierschniĴstelle zu verbessern, sollte das System mehr und ausführlichere Feh-
lermeldungen liefern. Darüber hinaus müssen einige technische Mängel, wie der
gelgentliche Verbindungsverlust bestimmter Nodes, behoben werden.
9.2 Evaluation durch Experten
Um zu evaluieren, wie einfach sich die ProgrammierschniĴstelle um neue Module
erweitern lässt, wurde eine qualitative Nutzerstudie mit einem Probanden mit gu-
ten Programmierkenntnissen durchgeführt. Dieser bekam die Aufgabe, einen neu-
en Sensor (MAX4466-Mikrophonverstärker⁵³) an das System anzubinden. Dazu ge-
hörte das Installieren der API, das Programmieren der Sensornode und das Erstel-
len eines neuen Moduls für die ProgrammierschniĴstelle.
Der Proband bekam die Gelegenheit, sich in das System einzulesen und Fragen
⁵³hĴps://www.adafruit.com/product/1063
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zu stellen. Er wurde aufgefordert, auf positive und negative Aspekte, sowie Un-
klarheiten und Probleme während der Benutzung hinzuweisen.
Die Aufgabe konnte ohne erwähnenswerte Probleme erfolgreich gelöst werden
und das Modul funktionierte einwandfrei.
Anschließend wurde der Proband in einem freien Interview über seine Meinung
zum System befragt und um Verbesserungsvorschläge gebeten.
Bei der Installation des Systems gab es keine Probleme. Der Proband gab an,
dass er sich schnell im Sourcecode zurechtfand und hob positiv hervor, dass dieser
sehr gut strukturiert und kommentiert sei. Variablen, Klassen und Funktionen seien
sinnvoll benannt und befänden sich da, wo er sie erwartete. Explizit wurden auch
der übersichtliche AuĠau der .ino-Dateien und die Möglichkeit, Parameter beim
Hochladen des Programms auf die Sensornode zu setzen, gelobt. Allerdings wurde
angemerkt, dass eine graphische Benutzeroberﬂäche das Hochladen von Program-
men aufgrund der zahlreichen Parameter des Upload-Skripts deutlich erleichtern
würden.
Der Proband schlug vor, ein von ihm als “Boilerplate-Generator“ bezeichnetes Tool
zu integrieren, das die für das Erstellen vonModulen benötigten Verzeichnisse und
Dateien automatisch anlegt.
9.3 Technische Evaluation
In einer technischen Evaluation soll die Praxistauglichkeit des in dieser Arbeit er-
stellten Systems überprüĞ werden. Wichtige Faktoren bei Sensornetzwerken sind
die maximale Akkulaufzeit der Sensorknoten, die Reichweite der drahtlosen Kom-
munikation und die Robustheit der Module gegenüber Verbindungsverlust und
Abstürzen.
Um die Akkulaufzeit zu überprüfen, wurde ein VersuchsauĠau angelegt, bei
dem eine Node durch einen an ein BaĴery Shield⁵⁴ angeschlossenen, voll geladenen
Lithium-Polymer-Akkumit Strom versorgt wurde. Der Akku liefert eine Spannung
von 3,7 V und verfügt über eine Kapazität von 720 mAh. Die Node war mit einem
BH1750⁵⁵-Lichtintensitätssensor verbunden, den sie alle 10 Sekunden auslas und
⁵⁴hĴps://wiki.wemos.cc/products:d1_mini_shields:baĴery_shield
⁵⁵hĴps://www.mouser.com/ds/2/348/bh1750fvi-e-186247.pdf
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das Ergebnis über MQTT an das Gateway schickte. Dieser speicherte beim Emp-
fangen von Paketen der Node einen Zeitstempel in eine Log-Datei. Da die Node
mit keiner anderen Stromquelle verbunden war, entspricht die Diﬀerenz zwischen
dem ersten und dem letzten gespeicherten Zeitstempel der Akkulaufzeit.
Der Akku war nach 22 Stunden vollständig entladen, was einen durchschniĴ-
lichen Stromverbrauch von rund 33 mA ergibt. Dies deckt sich mit der Messung
des Stromverbrauchs der selben Nodemithilfe eines Peaktech 6225A-Labornetzteils,
welches einen konstanten Stromverbrauch von 27 mA mit Peaks von bis zu 60 mA
beim Auslesen des Sensors und Senden der Daten anzeigte.
Die Reichweite der drahtlosen Datenübertragung wurde gemessen, indem eine
Node (Wemos D1 mini), die alle 100 Millisekunden ein Datenpaket von 2 Bytes über
MQTT an das Gateway (Raspberry Pi 3b) schickte, in SchriĴgeschwindigkeit vom
Gateway weg bewegt wurde. Der Test fand im Freien bei trockenem WeĴer staĴ
und keine Hindernisse blockierten das Signal, zudem war keines der beiden Ge-
räte mit einer externen Antenne ausgestaĴet. Die Übertragung stagnierte bei etwa
100 Metern Abstand und brach nach nach etwa 115 Metern vollständig ab. Die Di-
stanzen wurden über die GPS-Positionierung eines Google Nexus 5-Smartphone⁵⁶
gemessen.
Der als Gateway verwendete Raspberry Pi 3bwar während der Implementierung
der ProgrammierschniĴstelle ständig im Betrieb und lief über mehr als einen Mo-
nat hinweg durchgehend. Um die Robustheit der drahtlosen Verbindung zu testen,
wurde bereits in einem frühen Entwicklungsstadium des Systems ein Feldexperi-
ment durchgeführt. Dabei wurden mit fünf Sensorknoten gleichzeitig über einen
Zeitraum von drei Tagen hinweg jede Minute Temperatur und LuĞfeuchtigkeit in
drei Laborräumen gemessen. Zu diesem Zeitpunkt wurde noch das in Kapitel 7.3.1
beschriebene, selbst erstellte Nachrichtenprotokoll verwendet und es kam bei drei
der fünf Sensoren zu gelegentlichen Verbindungsverlusten.
Ein weiteres Feldexperiment wurde nach Abschluss der Implementierung, ergo
bereits mit einem System, welches das MQTT-Protokoll verwendet, durchgeführt.
Dabeiwurdenmit zwei Sensorknoten zwei Tage lang alle fünfMinuten Temperatur,
LuĞfeuchtigkeit und Lichtintensität im selben Labor wie beim ersten Test gemes-
⁵⁶hĴps://www.gsmarena.com/lg_nexus_5-5705.php
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sen (siehe Abbildung 14). Es kam dabei während des Versuchs zu keinem einzigen
Verbindungsverlust.
Abbildung 14: Messdaten des Feldexperiments
Aus technischer Sicht ist das im Rahmen dieser Arbeit entwickelte Sensornetz-
werk imHinblick auf Reichweite und Robustheit der Verbindung also durchaus ge-
eignet für den Einsatz in der Praxis. Durch das Anbringen von externen Antennen
an Nodes und Gateway kann die Reichweite und Qualität der drahtlosen Daten-
übertragung weiter verbessert werden. Die Akkulaufzeit der Nodes könnte durch
die Implementierung des “Deep Sleep“-Modus so weit erhöht werden, dass diese
auch über einen längeren Zeitraum hinweg autark funktionieren (Foxworth, 2017).
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In dieser Arbeit wurde, wie in Kapitel 7 beschrieben, eine End-User-Programming-
SchniĴstelle und ein dazugehöriges Sensornetzwerk auf Basis einschlägiger Litera-
tur (zusammengefasst in Kapitel 4) und einer nutzerzentrierten Anforderungserhe-
bung (siehe Kapitel 5) implementiert.
Eine Evaluation der ProgrammierschniĴstelle aus technischer und nutzerzen-
trierter Sicht wurde durchgeführt, deren Ergebnisse sind in Kapitel 9 zu ﬁnden.
10.1 Designempfehlungen für EUP-SchniĴstellen
Aus den im Verlauf dieser Arbeit gesammelten Erfahrungen, sowie den Ergebnis-
sen der Evaluation des Systems, ergaben sich zahlreiche Erkenntnisse über denAuf-
bau von ProgrammierschniĴstellen für Endnutzer. Im Folgenden werden auf diese
Erkenntnisse auĠauendeEmpfehlungen für dasDesign vonEnd-User-Programming-
SchniĴstellen, präsentiert. Dabei wird sowohl auf technische Aspekte, als auch auf
die Usability des Systems eingegangen.
Erwartungen erfüllen Die Nutzerstudie hat bestätigt, dass AnwenderInnen oĞ ei-
ne subjektive Vorstellung davon haben, wie ein System funktioniert und wel-
che Werkzeuge zum Lösen eines Problems benötigt werden. Stimmt der Auf-
bau des Systems nicht mit diesem mentalen Modell überein, so kann es dazu
kommen, dass Funktionen nicht gefunden werden. Somit empﬁehlt es sich,
das Hintergrundwissen der Zielgruppe bei der Benennung von Variablen,
Klassen und Funktionen zu berücksichtigen. Außerdem ist es wichtig, jene
Funktionalität, die vonNutzerInnen erwartet wird, vollständig zu implemen-
tieren.
Transparenz Den ProbandInnen der Nutzerstudie war bei der Verwendung von
Node-RED häuﬁg nicht klar, wie die im System verlaufenden Nachrichten
aufgebaut sind und welchen Weg diese nahmen. Daher ist es wichig, insbe-
sondere bei komplexen Bestandteilen eines Systems, den momentanen Sys-
temzustand, sowie den Verlauf von Daten im System, zu kommunizieren.
Durch aussagekräĞige und nachvollziehbare Fehlermeldungen undWarnun-
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gen sollten NutzerInnen angeleitet werden, wo Fehler aufgetreten sind und
wie diese behoben werden können.
Modularer AuĠau Durch den modularen AuĠau einer ProgrammierschniĴstel-
le können technisch anspruchsvolle Komponenten gekapselt werden, sodass
weniger erfahrene NutzerInnen mit diesen nicht in Kontakt kommen, wäh-
rend fortgeschriĴene NutzerInnen der Zugang dazu trotzdem nicht verwehrt
wird. Neben der dadurch gewonnenen Übersichtlichkeit hat ein modularer
AuĠau auch den Vorteil einer hohen Flexibilität. So können beispielsweise
ohne großen Aufwand Komponenten des Systems ausgetauscht oder hinzu-
gefügt werden.
Codebeispiele DieProbandInnenderNutzerstudie nutztendie bereitgestelltenCode-
beispiele intensiv und entwickelten durch das Lesen von funktionierendem
Code ein Verständnis für das System. Einige gaben im Interview nach der
Studie an, dass sie diese Art der Hilfestellung gegenüber einer klassischen
Dokumentation bevorzugen. Somit ist es bei ProgrammierschniĴstellen für
NutzerInnen mit wenig Programmiererfahrung empfehlenswert, ausführlich
kommentierte Codebeispiele für häuﬁge Anwendungsfälle mitzuliefern.
AuĠau auf etablierte Systeme Aus technischer Sicht ist es sinnvoll, so weit wie
möglich auf bestehende Systeme und SchniĴstellen aufzubauen. Neben dem
geringeren Implementierungsaufwand bietet dies den Vorteil, dass Nutze-
rInnen, die mit diesen Systemen bereits vertraut sind, der Einstieg erleich-
tert wird. Darüber hinaus trägt dies auch zur Modularität des Systems bei.
Durch die Verwendung geläuﬁger KommunikationsschniĴstellen kann die
ProgrammierschniĴstelle auch leichter an andere Systeme angebunden wer-
den, wodurch der Funktionsumfang erhöht wird.
Insgesamt ergänzen diese Ergebnisse die von Myers & Stylos (2016) ausgearbei-
teten Heuristiken zur API-Usabilty, an welchen man sich beim Design einer Pro-
grammierschniĴstelle allgemein orientieren sollte.
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Wie die Evaluation der ProgrammierschniĴstelle ergab, weist diese noch ernsthaĞe
Usabilityprobleme auf, welche behoben werden sollten, bevor eine weitere, größer
angelegte Nutzerstudie durchgeführt wird, die auf statistisch AussagekräĞige Er-
gebnisse abzielt.
Eine graphische Oberﬂäche, die das Hochladen von Programmen auf die Nodes
erleichtert, sowie der bei der Evaluationdes Systems gewünschteBoilerplate-Generator,
sollten hinzugefügt werden. Denkbar wäre auch ein Wizard, der NutzerInnen bei
der Installation des Systems anleitet und über den globale Einstellungen vorgenom-
men werden können, ohne Konﬁgurationsdateien manuell zu bearbeiten.
Neben der Integration von Sicherheitsfeatures, die explizit kein Bestandteil dieser
Arbeit war, und der Optimierung der Nodes hinsichtlich ihres Stromverbrauchs,
sollte das Sensornetzwerk in einer Feldstudie unter realistischen Bedingungen auf
seine Verwendbarkeit in der Praxis überprüĞ werden.
Durch die Verwendung eines Chips mit mehr Rechenleistung als Gateway könn-
ten Sensordatendurch hardwarebeschleunigteAlgorithmen, beispielsweise für Sen-
sorfusion, Bildverarbeitung oder Machine Learning, verarbeitet werden. Dies wür-
de auch die Integration von Sensorikmit großer Datenbandbreite, wie zum Beispiel
Kameras oder Spektographen Langer et al. (2016) ermöglichen, wodurch das Sys-
tem ein größeres Einsatzgebiet abdecken würde.
Während die Sensordaten über Python-Programme bereits jetzt einfach ausgele-
sen, verarbeitet und weitergeleitet werden können, wäre die Möglichkeit, über eine
standardisierte SchniĴstelle, auf dieseWerte zugreifen zu können, wünschenswert.
So könnte beispielsweise eine REST⁵⁷-SchniĴstelle angebunden werden, über die
mit HTTP-Requests Daten ausgelesen und Aktoren angesteuert werden können.
Zusätzlich wäre es mit dieser Art des Zugriﬀs denkbar, über den Request Daten
bereits in einem bestimmten Format (zum Beispiel Einheit, Größenordnung), ver-
sehen mit bestimmten Metadaten (zum Beispiel den Zeitpunkt der Messung), oder
eine Kombination aus verschiedenen Daten anzufordern. Ein ähnliches Konzept
wurde von Wimmer (2018) für Dateisysteme vorgeschlagen.
⁵⁷hĴps://www.w3.org/TR/2004/NOTE-ws-arch-20040211/#relwwwrest
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Anhang
Anhang A: CD
Anhang - Masterarbeit Andreas Schmid/
├── Anforderungserhebung
│   ├── einverständniserklärung_fokusgruppe_01.pdf
│   └── fragebogen_fokusgruppe_01.pdf
├── Code
│   └── FUSION_EUP-release_alpha
│   ├── additional_files
│   ├── FUSION
│   ├── fusion.conf
│   ├── LICENSE
│   ├── nodes
│   │   ├── bh1750
│   │   ├── button
│   │   ├── dht11
│   │   ├── led
│   │   ├── libraries
│   │   ├── minimal
│   │   ├── mqtt
│   │   ├── pin
│   │   ├── pio
│   │   └── pir
│   ├── pio_compile.sh
│   ├── README.md
│   ├── setup.sh
│   └── test_scripts
├── Nutzerstudie
│   ├── Auswertung
│   ├── Codebeispiele
│   │   ├── Button.ipynb
│   │   ├── E-Mail.ipynb
│   │   ├── LED.ipynb
│   │   ├── Light Intensity (BH1750).ipynb
│   │   └── Temperature & Humidity (DHT11).ipynb
│   └── Dokumente
│   ├── fragebogen.pdf
│   ├── guide_fusion.pdf
│   ├── guide_nodered.pdf
│   ├── tasks_fusion.pdf
│   └── tasks_nodered.pdf
└── Verschriftlichung
└── Masterarbeit Andreas Schmid.pdf
