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Resumen xi
En este proyecto hemos reconstruido una aplicacio´n usada por los profeso-
res y alumnos de dos asignaturas, Teor´ıa de la Computacio´n y Compiladores, que
se imparten en el Grado de Ingenier´ıa Informa´tica, en la Facultad de Ingenier´ıa In-
forma´tica de la Universidad Polite´cnica de Catalun˜a. La aplicacio´n se llama Racso,
se trata de un juez que permite a los alumnos entregar ejercicios y ser evaluados sin
necesidad de la atencio´n constante de un profesor.
Este juez requer´ıa una serie de cambios por los cuales tomamos la decisio´n
de reconstruirlo. Hemos usado una serie de tecnolog´ıas para ayudarnos en esta tarea.
Usamos Laravel, un framework PHP basado en Symfony que nos aporta una estruc-
tura ba´sica desde la que comenzar, junto con Node y algunas librer´ıas JavaScript
para hacer algunas pa´ginas ma´s usables y dina´micas.
Con esta reconstruccio´n se han mejorado aspectos del Racso tales como la
usabilidad de algunas pantallas, se ha separado la lo´gica que computa las peticiones
y la lo´gica que genera las vistas, haciendo as´ı que sea ma´s fa´cil an˜adirle nuevas
funcionalidades en el futuro. Tambie´n se ha creado un nuevo panel de administracio´n
para los profesores, desde el cual tienen ma´s facilidades para trabajar con los datos de
la aplicacio´n tales como crear nuevos ejercicios, preparar exa´menes, o controlar el uso
que los alumnos dan de la aplicacio´n. Empezamos por definir una plataforma que sea
capaz de soportar la infraestructura, que nos ayude en las tareas de mantenimiento
futuras, continuamos por imitar la anterior funcionalidad que se quer´ıa conservar y
a continuacio´n le an˜adimos las nuevas funcionalidades.
Resum xii
In this project we wanted to rebuild an application used by teachers and
students from two subjects: Theory of Computation and Compilers. These two sub-
jects take place in the Bachelor Degree in Informatics Engineering at the Barcelona
School of Informatics from the Polytechnic University of Catalonia. The application
is called Racso and it is a judge that allows students to submit exercices and be
evaluated without the supervision from their teacher.
This judge required some changes which have motivated us to rebuild it.
We used some technologies to help us to do this task. We used Laravel, a PHP
framework based on Symfony that provide us a basic structure, Node and some
JavaScript packages to make some pages more useful and dynamic.
With this reconstruction some aspects of Racso will be improved, as the
usability of some screens and splitted the logic that computes the petition from the
logic that generates the views, this way it will be more easy to add new funcionalities
in the future. Also we created a new administration panel for the teachers, so they
will have more facilities to work with the application data. We started by defining
a platform that will be capable of supporting the needed infrastructure and to help
us with the future maintenance tasks, then we continued by adding the old features
and later the new ones.
Resum xiii
En aquest projecte hem reconstru¨ıt una aplicacio´ usada pels professors i
alumnes de dues assignatures, Teoria de la Computacio´ i Compiladors, que s’imparteixen
en el Grau Superior d’enginyeria informa`tica en la Universitat Polite`cnica de Cata-
lunya. L’aplicacio´ s’anomena Racso, es tracta d’un jutge automa`tic que permet als
alumnes entregar exercicis i ser avaluats sense la necessitat de l’atencio´ constant d’un
professor.
El jutge requeria diversos canvis pels quals va`rem prendre la decisio´ de
reconstruir-lo. Va`rem fer servir un conjunt de tecnologies per ajudar-nos en aquesta
tasca. Hem fet servir Laravel, un framework PHP basat en Symfony que ens va ajudar
amb una estructura ba`sica, junt amb Node i algunes llibreries JavaScript per dotar
a les pa`gines de me´s usabilitat i dinamisme.
Amb aquesta reconstruccio´ es varen millorar aspectes del Racso tals com
la usabilitat d’algunes pantalles i es separaren la lo`gica de co`mput de les peticions i la
lo`gica que genera les vistes, fent aix´ı que sigui me´s fa`cil afegir-li noves funcionalitats
en el futur. Tambe´ es va crear un nou panell d’administracio´ per als professors, des
del qual tindran me´s facilitats per treballar amb les dades de l’aplicacio´. Comenc¸a`rem
per definit una plataforma que fos capac¸ de suportar la infraestructura esmentada i
que ens ajudi en les futures tasques de manteniment, continua`rem per imitar l’antiga
funcionalitat que es vol conservar per posteriorment afegir-li les noves funcionalitats
esmentades abans.
Cap´ıtulo 1
Introduccio´n
1.1. Contexto
El sistema educativo se sirve de muchas herramientas para formar a los
estudiantes. Muchas de estas herramientas son de cara´cter electro´nico y gran parte
se apoyan fuertemente en las tecnolog´ıas web. En este campo encontramos todo
tipo de editores, terminales controladas, tutoriales guiados. Entre toda esta gama
encontramos a los conocidos como jueces. Los jueces suelen ser webs que ofrecen
una lista de problemas y permiten a los usuarios/estudiantes enviar propuestas de
solucio´n, que sera´n evaluadas de forma automa´tica.
Gracias a estos jueces, profesores y alumnos pueden mejorar respectiva-
mente con un alto rendimiento ya que los alumnos pueden realizar ejercicios por su
cuenta que les ayuden a mejorar y ver en que´ fallan sin la constante necesidad de
atencio´n por parte de un profesor; y a su vez e´ste recibe feedback de los avances de
los alumnos que le ayudan no solo a establecer el nivel de la clase sino tambie´n a
detectar los puntos del temario que puedan no haber quedado claros o que necesiten
ma´s refuerzo. En conclusio´n: todos ganan.
En la FIB encontramos diversos jueces, entre ellos, los ma´s famosos el Jut-
ge 1 y el Racso 2. En este proyecto hemos trabajado sobre el apartado web de
1https://www.jutge.org/
2https://racso.lsi.upc.edu/juez/
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este u´ltimo: el juez Racso utilizado por los alumnos de Teor´ıa de la Computacio´n
y Compiladores.
1.2. El Racso
Desde el punto de vista de un alumno el Racso es una herramienta que
corrige ejercicios, con la que podra´ entrenar para poder presentarse al examen que
hara´ en el mismo Racso. Algunos alumnos toman el Racso como un reto personal,
ma´s personal au´n si cabe que el hecho de aprender y aprobar una asignatura. Deciden
hacer los ejercicios para poder competir con sus compan˜eros o por simple aficio´n.
Desde el punto de vista de un profesor el Racso es una herramienta edu-
cativa que ayuda a impartir lecciones sobre la teor´ıa de la computacio´n y sobre com-
piladores, tambie´n se basa en la idea de competir y en que el aprendizaje es mayor
cuando podemos ver nuestros errores en todo momento. A la vez hay un componente
social en el que se pretende abrir o dar la posibilidad a todo el mundo, no solo a los
alumnos de la FIB, de estudiar y practicar sobre conceptos de computacio´n, como
son las ma´quinas de estados, auto´matas, expresiones regulares, grama´ticas, parsing,
reducciones entre problemas indecidibles, NP-completos, o reducciones a SAT.
1.3. La organizacio´n del documento
En este documento encontraremos la informacio´n detallada de como se ha
procedido en cada una de las fases del proyecto, desde las fases iniciales donde se
estudia previamente las necesidades de la aplicacio´n y toma de requisitos hasta su
implementacio´n final, pasando por la gestio´n del proyecto, las pruebas realizadas y
la gestio´n monetaria.
Empezaremos por definir los objetivos del proyecto y a formular los requi-
sitos como un problema a resolver, en la seccio´n 2. Posteriormente en la seccio´n 3
identificaremos las funcionalidades de la aplicacio´n, tanto a nivel de usuario como a
nivel de administrador, parando por las mejoras que vamos a aplicar en la interfaz.
Despue´s en la seccio´n 4 hablaremos de la arquitectura del proyecto, los actores im-
plicados que van a utilizar la herramienta y para los cuales se disen˜ara´ la aplicacio´n
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y que afectara´ a su estructura. En este apartado tambie´n tendremos en cuenta el
disen˜o de la interfaz y la usabilidad de esta misma. Posteriormente en el apartado
5 detallaremos las necesidades de la plataforma donde se va a desarrollar toda la
implementacio´n y la plataforma donde va a acabar el producto final. En esta seccio´n
tambie´n hablaremos de como vamos a efectuar las pruebas, nos centraremos en las
pruebas automa´ticas, que sera´n muy u´tiles para futuras mejoras e implementacio-
nes de la aplicacio´n. En la penu´ltima de las secciones, la 6, hablaremos de toda la
gestio´n del proyecto, la metodolog´ıa seguida a la hora de desarrollar, la planifica-
cio´n temporal y la gestio´n econo´mica, as´ı como la sostenibilidad del proyecto y el
compromiso social y la identificacio´n de las leyes y regulaciones. Y por u´ltimo, en
la seccio´n 7, defenderemos las competencias te´cnicas de este trabajo, hablaremos de
las conclusiones extra´ıdas durante el proceso y daremos un vistazo al futuro de este
proyecto.
Cap´ıtulo 2
Estado del arte
2.1. Jueces en internet
Existen muchos tipos de jueces, anteriormente hemos mencionado el Jut-
ge, pero fuera de la UPC y fuera del a´mbito acade´mico en general hay una gran
variedad. Algunos de ellos pertenecen a hacktivistas [hac, 2016] que quieren ensen˜ar
o promulgar me´todos de proteccio´n y ataque a ciertos sistemas, otros se dedican
u´nica y exclusivamente a concursos, tanto para aprender [uva, 2016] como para com-
petir [cod, 2016a] [int, 2014], algunas empresas crean juegos pu´blicos y los mejores
jugadores pueden optar a un puesto de trabajo en la empresa, es el caso de Tuenti
con el Tuenti Challenge, que lo celebra una vez al an˜o [tue, 2016]. Uno de los jueces
ma´s notables es el juez llamado codewars [cod, 2016b] el cual no es solo un juez,
sino que a la vez es una red social donde entre todos hacen y corrigen ejercicios de
diversos lenguajes de programacio´n. Se trata de un juez que se construye por y para
la comunidad, el profesor es a la vez el alumno que ensen˜a a otros alumnos y toda
la informacio´n posible se comparte.
El aspecto ma´s importante del Racso como juez es que no pretende ensen˜ar
un lenguaje de programacio´n, sino ma´s bien conceptos de la Teor´ıa de la Computacio´n
y por tanto, aunque juzga y se necesitan aprender ciertas tecnolog´ıas y lenguajes, la
finalidad en s´ı misma no es la de aprender sobre los lenguajes, sino sobre conceptos;
algo ma´s abstracto que la mayor´ıa de jueces.
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2.2. Formulacio´n del problema
Todo software necesita de un mantenimiento y el Racso no es la excepcio´n.
A veces se necesitan an˜adir nuevas funcionalidades, a veces se necesita mejorar el
rendimiento y otras veces simplemente necesitan un lavado de cara, puesta a punto
o revisio´n.
Despue´s de cierto tiempo de vida u´til del Racso, los profesores se han dado
cuenta de que le hac´ıan falta algunos cambios este´ticos, en la parte de front-end 1,
y funcionales, que le aportasen ma´s opciones en la parte de back-end 2. Tambie´n se
requer´ıa an˜adir un nuevo panel de administracio´n desde el cual se pudieran acceder
y ejecutar las nuevas y viejas funcionalidades de la API 3 del back-end.
Era complicado cambiar el disen˜o de una pantalla, por ejemplo cambiar
la estructura y/o la posicio´n de los elementos de una pantalla o cambiar el estilo
de una lista de elementos. El problema resid´ıa en que el estilo y la forma estaban
integradas en la lo´gica que procesaba la informacio´n que se ped´ıa, es decir, all´ı donde
se procesaba la informacio´n que quer´ıamos observar tambie´n se procesaba la manera
en la que se mostraban los datos, y este enlace hac´ıa complejo trabajar solo con uno
de los procesos. En nuestro caso si solo quer´ıamos trabajar con el estilo deb´ıamos
mediar tambie´n con su co´mputo.
Debido a la dificultad de desenlazar los dos procesos se tomo´ la decisio´n de
reconstruir la API que procesa y computa, y crear una nueva capa dedicada u´nica y
exclusivamente a la presentacio´n de los datos. Eso hara´ ma´s fa´cil el mantenimiento
de ambas capas.
2.3. Objetivos del proyecto
Como hemos indicado en el apartado anterior, hemos reconstruido back-
end y front-end con el objetivo de facilitar la forma en la que se usa la aplicacio´n,
tanto a nivel de desarrollador como de usuario, que sea ma´s usable y el co´digo ma´s
1Aquello que ve el usuario de la aplicacio´n, administrador o no.
2Aquello que se encarga de computar y procesar ciertas peticiones del sistema, ya sean lanzadas
por un usuario, administrador u otro sistema.
3Conjunto de funciones del sistema
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reutilizable. Adema´s hemos construido la nueva zona de administracio´n y se han
an˜adido mini-aplicacio´nes de apoyo a los usuarios.
En el proceso de reconstruccio´n del front-end nos hemos centrado en separar
toda la lo´gica de las pantallas en una sola capa. Llamamos a estas pantallas vistas, las
vistas son fa´cilmente reutilizables en las distintas urls de la aplicacio´n, son fa´cilmente
editables y tambie´n es fa´cil crear nuevas vistas y an˜adirlas al sistema.
En la reconstruccio´n del back-end nos hemos centrado en que toda la antigua
lo´gica siga funcionando de la misma forma. Es decir, que aunque hemos reconstruido
la API, las postcondiciones y las precondiciones de cada llamada se cumplen de la
misma forma, que como mı´nimo existen las mismas llamadas, aunque se llamen de
forma diferente y su proceso sea distinto, pero la salida sea la misma, sin tener en
cuenta su aspecto. Hemos identificado algunas funciones compuestas y las hemos
sustituido por otras ma´s ato´micas y las hemos an˜adido a la API dota´ndola de un
conjunto ma´s rico y potente.
Un Administrador, desde el nuevo panel de administracio´n, es capaz de ad-
ministrar cada una de las partes del modelo del Racso. Es decir, desde aqu´ı podemos
administrar todos los elementos de la aplicacio´n que actualmente son: alumnos, ejer-
cicios, listas de ejercicios, exa´menes y tipos de ejercicios. Tambie´n es ma´s fa´cil an˜adir
nuevas entidades al modelo y que sean igual de editables que las actuales.
En cuanto al front-end hemos an˜adido mini-aplicaciones 3.3 que ayudan
a los usuarios a resolver ejercicios y a los administradores a crear y an˜adir nuevos
ejercicios al sistema.
Cap´ıtulo 3
Funcionalidades
Para poder definir correctamente las funcionalidades hemos hecho una lista
de los usuarios con los que vamos a trabajar. Algunos de ellos sera´n los que utilizara´n
las aplicacio´n y quienes por tanto definira´n los requisitos. Otros simplemente no
definira´n de forma tan clara las funcionalidades, pero s´ı sus limitaciones.
3.1. Actores implicados
En este proyecto hemos tenido en cuenta a los disen˜adores de la aplicacio´n:
director del proyecto, programador web, tester; y por otro lado tendremos a los usua-
rios finales: profesores que usara´n la parte administrativa, alumnos de las asignaturas
(alumno de examen, y alumno fuera de examen), personas externas a la universidad
que quieran usar el juez.
Algunos de los actores definidos (tester, alumno, persona externa a la uni-
versidad) son solo roles que han sido interpretados por actores.
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3.1.1. Director del proyecto
El actor director del proyecto ha sido Carles Creus, que ha hecho las veces
de disen˜ador de la aplicacio´n. Ha definido como funciona la aplicacio´n y ha sentado la
base de cambios que necesitaba el Racso para evolucionar. Adema´s ha supervisado
el avance del proyecto y el cumplimiento de las bases definidas.
3.1.2. Programador
El programador web ha sido Jaime Pascual Torres. Se ha encargado de
la tarea de reconstruccio´n del Racso en base a las necesidades definidas por el
Director/Disen˜ador principal. Junto con el director ha tomado la decisio´n de elegir
la o las tecnolog´ıas que ma´s se adaptan a las necesidades.
3.1.3. Disen˜ador
El rol de Disen˜ador ha sido ejercido por el programador Jaime Pascual
Torres. Ha utilizado algunos frameworks para disen˜ar el front-end de la aplicacio´n.
Se ha basado en dos librerias: Bootstrap1 y Materialize2
3.1.4. Tester
El rol de tester lo han tomado algunos alumnos, ex alumnos de la asignatura
y profesores adjuntos para testear y probar la aplicacio´n. Adema´s, el programador
ha seguido la pra´ctica de la integracio´n continua, la cual ha prove´ıdo al proyec-
to de co´digo extra enfocado a probar y verificar el correcto funcionamiento de la
aplicacio´n Racso. Entre los cuales destacamos los tests funcionales, que recrean
el comportamiento de un usuario en la aplicacio´n y revisan los resultados de este
comportamiento.
1http://getbootstrap.com/
2http://materializecss.com/
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3.1.5. Administrador
El administrador tambie´n es un rol que han tomado los profesores de la
asignatura de Teor´ıa de la computacio´n. Carles Creus y el resto de miembros que
forman el profesorado han sido los que han jugado este papel. Estos poseen un
acceso especial desde el cual se puede modificar la informacio´n vital de la aplicacio´n,
alumnos, ejercicios, listas de ejercicios, exa´menes y tipos de ejercicios.
3.1.6. Alumnos
Este rol esta´ dividido en dos partes y sera´ importante distinguirlas ya que
la aplicacio´n no se comporta de igual forma en modo examen que fuera de e´l. Aunque
sera´ interpretado por las mismas personas en ambos casos (programador, director,
otros profesores y ex alumnos) estos tendra´n que tener en cuenta esta diferencia entre
modos.
3.1.7. Personas externas a la universidad
Este rol es tambie´n necesario e importante, se busca abrir el Racso a un
mercado mayor, no solo entre los estudiantes de la universidad, si no tambie´n a
interesados en la materia de fuera del c´ırculo de la FIB. Hemos tenido en cuenta y
dado oportunidades a un usuario que no esta´ acostumbrado al funcionamiento ni a
las metodolog´ıas de la FIB. Ya que no existen actores que hayan interpretado este
papel y que este´n vinculados al proyecto, han sido los otros actores quienes han
desempen˜ado este papel. Esto lo convierte sin duda en el ma´s dif´ıcil de todos ya que
ninguno de ellos es externo a la universidad.
3.2. Lista de funcionalidades
Existen dos tipos de funcionalidades, las funcionalidades pu´blicas, a las que
cualquier usuario, registrado o no, puede acceder, y las funcionalidades privadas, a las
que solo los administradores pueden acceder y desde las cuales pueden administrar
la aplicacio´n.
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3.2.1. Funcionalidades pu´blicas
Ejercicios
• Acceso a los ejercicios pu´blicos
◦ Cualquier usuario, identificado o no tiene que poder acceder a un
ejercicio pu´blico, poder entregarlo y ver su correccio´n.
• Listas de ejercicios
◦ Cualquier usuario, identificado o no, tiene que poder ser capaz de ver
las listas pu´blicas de ejercicios.
• Listado de entregas de un ejercicio
◦ Los usuarios identificados que han entregado los ejercicios mientras
estaban identificados tienen que poder ver todas sus entregas anterio-
res sobre ese ejercicio.
Exa´menes
• Ver un examen
◦ Los usuarios identificados a los que se les ha puesto un examen3 solo
tienen acceso a ese examen, de modo que no pueden hacer ninguna
de las otras acciones durante ese tiempo.
• Ver los ejercicios de un examen
◦ Un usuario identificado al que se le ha puesto un examen tiene que
poder ver los ejercicios de ese examen.
• Entregar los ejercicios de un examen
◦ Un usuario identificado al que se le ha puesto un examen tiene que
poder entregar los ejercicios del examen.
• Ver la nota
◦ Un usuario identificado al que se le ha puesto un examen tiene que
poder ver su nota, tanto la total como la de cada ejercicio.
• Bloqueo previo y posterior
3Es una funcio´n privada que puede hacer un administrador.
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◦ El Racso se bloquea para los usuarios identificados que tienen un
examen un cierto tiempo antes del examen y un cierto tiempo despue´s
del examen.
• Bloqueo en las aulas de examen
◦ Los usuarios no identificados o los usuarios identificados pero que no
tienen el examen al que se le ha asociado el aula desde donde acceden,
no pueden acceder a ninguna de las funcionalidades durante el tiempo
de examen.
3.2.2. Funcionalidades privadas
Una de las funciones privadas ma´s importantes es poder editar todos los
atributos de cada entidad del modelo as´ı como crear nuevas instancias de las entidades
del modelo o eliminar las instancias.
Casi todas las entidades poseen nombre y descripcio´n. Algunas entidades
como el Ejercicio poseen campos especiales como los flags de compilacio´n, el tiempo
ma´ximo de ejecucio´n o la memoria ma´xima de ejecucio´n. En el caso de las listas,
como por ejemplo Listas de ejercicios o Exa´menes, hay un campo en el que se indican
mu´ltiples ids para crear el enlace entre los ejercicios o el enlace entre el examen y sus
ejercicios respectivamente. Para esto hemos dotado a las vistas de pequen˜os botones
y selectores.
Los administradores tambie´n pueden revisar todas las entregas de todos los
ejercicios. Durante el examen ven las notas que ha logrado cada alumno hasta el
momento. Tambie´n tienen a su disposicio´n una lista de IP-Alumno que indica, para
cada alumno, la IP desde la que esta´ conectado. Esta IP se guarda durante la primera
sesio´n del Alumno en el examen y no puede cambiar durante ese examen, para evitar
que los alumnos se copien las soluciones de los ejercicios si conocen las contrasen˜as
de sus compan˜eros. Este enlace solo puede ser eliminado por el administrador.
Se ha dotado de una funcionalidad privada a los administradores que les
ayuda a crear y editar ejercicios. Esta funcionalidad esta´ explicada en detalle en el
apartado 3.3
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3.3. Mini-aplicaciones de apoyo a los usuarios
Se ha preparado el sistema para que puedan an˜adirse fa´cilmente mini-
aplicaciones web asociadas a cada tipo de ejercicio. El objetivo de estas mini-aplicaciones
es dotar al sistema de sistemas de ayuda, tanto para el administrador en sus tareas
de preparacio´n de ejercicios, como a los alumnos mientras tratan de resolver ejerci-
cios. En particular, se ha detectado que los alumnos tienen en ocasiones problemas
para comprender algunos veredictos cuando realizan un env´ıo erro´neo, y mediante
estas mini-aplicaciones se pretende ofrecer la posibilidad de que, interactivamente,
un alumno pueda obtener mayor informacio´n sobre el error que hay en su propuesta
de solucio´n.
Se ha tomado la decisio´n de disen˜ar estas funcionalidades como mini-aplicaciones
independientes de los jueces C++ por dos motivos. En primer lugar, las mini-
aplicaciones se ejecutara´n en el ordenador del cliente, evitando as´ı an˜adir carga
computacional al servidor. En segundo lugar, se evita tener que modificar y ampliar
el co´digo C++ de los jueces, que en su estado actual ya resulta una implementacio´n
sofisticada y cr´ıtica en tiempo de ejecucio´n.
3.3.1. Mini-aplicacio´n ya disponible
El Racso ya contaba con una mini-aplicacio´n que permite calcular acce-
sibilidad de palabras, es decir, una mini-aplicacio´n que recibe dos palabras u y v
junto con un sistema de reescritura R (conjunto de reglas de la forma l → r, que
indica que la subpalabra l puede ser reescrita y convertirse en la subpalabra r) y
trata de averiguar si u puede reescribirse a v aplicando las reglas de R en cualquier
orden y tantas veces como sea necesario. Por supuesto, accesibilidad de palabras
es un conocido problema indecidibile [GOEDEL, 2006], y la mini-aplicacio´n s´ımple-
mente trata de detectar si la palabra v es accesible desde u con un cierto nu´mero de
pasos prefijado. Esta restriccio´n extra en el nu´mero de pasos permite que el proble-
ma se vuelva computable, pero ma´s simplificaciones son necesarias para lograr que
la mini-aplicacio´n resulte eficiente, como por ejemplo acotar ma´s au´n el espacio de
bu´squeda.
El objetivo de esta aplicacio´n es ayudar a entender veredictos en los ejerci-
cios de reducciones de accesibilidad de palabras. Por ejemplo, un veredicto para un
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cierto ejercicio podr´ıa rechazar un env´ıo aduciendo que con el sistema de reglas:
a → cc
b → cc
c → cc
acc → cc
bcc → cc
ccc → cc
cc → caac
cac → acac
cac → bcac
cac → ccac
cac → c
se puede reescribir la palabra a a la palabra c. Esto puede confundir a un usuario,
pues no resulta evidente que´ pasos de reescritura ser´ıan necesarios, ma´s au´n si el
usuario esta´ en un contexto de presio´n como un examen. La mini-aplicacio´n permite
calcular la derivacio´n:
a→ cc→ caac→ cccac→ ccac→ cacac→ cac→ c
3.3.2. Mini-aplicacio´n an˜adida
Los ejercicios sobre grama´ticas libres de contexto (CFG, por sus siglas en
ingle´s [Nelson, 2016]) suelen presentar dificultades a los alumnos de Teor´ıa de la
Computacio´n. Las grama´ticas son un sistema generativo para lenguajes4, es decir,
describen un lenguaje a partir de un conjunto de reglas recursivas que definen la
forma en que pueden generarse todas las palabras del lenguaje. El ejemplo t´ıpico de
grama´tica es
S → aSb
S → ε
que especifica que la variable S puede generar la palabra aSb (en la que recursiva-
mente se deber´ıa reescribir la nueva ocurrencia de S) o la palabra vac´ıa (denotada
por ε). El lenguaje generado por esta CFG ejemplo es el conjunto de palabras cuya
primera mitad son todo a’s y cuya segunda mitad son todo b’s: la palabra vac´ıa, ab,
aabb, aaabbb, aaaabbbb, etc.
4En este contexto, un lenguaje es un conjunto de palabras.
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Los ejercicios del Racso sobre CFG piden que se definan grama´ticas que
generan lenguajes espec´ıficos y, en algunos casos, se exige adema´s que la grama´tica
sea inambigua (es ambigua si la grama´tica puede generar alguna palabra del lenguaje
de dos formas distintas). Por tanto, los veredictos del juez pueden rechazar un env´ıo
cuando se detecta la existencia de una palabra que cumple alguna de las siguientes
propiedades:
no es generada por la grama´tica y deber´ıa serlo,
es generada por la grama´tica y no deber´ıa serlo,
es generada de forma ambigua por la grama´tica cuando se exigen grama´ticas
inambiguas.
El veredicto incluye la palabra en la que se ha detectado el problema, pero en oca-
siones los alumnos pueden tener dificultades para averiguar la forma en la que la
grama´tica que enviaron genera la palabra erro´nea, en especial si el motivo era que la
generacio´n es ambigua. Por esta razo´n, se ha decidido an˜adir una mini-aplicacio´n con
la que, dada una grama´tica y una palabra, el usuario pueda obtener una derivacio´n
de co´mo la grama´tica genera esa palabra.
Cap´ıtulo 4
Disen˜o
La aplicacio´n consta de diversas partes, la parte principal esta´ programada
en C++ y se encarga de las correcciones de los ejercicios, despue´s viene la parte
web que es la que hemos reconstruido. Durante la reconstruccio´n y sobre todo en la
parte de disen˜o hemos tenido en cuenta el posible crecimiento de la aplicacio´n, tanto
en cantidad de usuarios como en servicios. Por ello la hemos disen˜ado con el mayor
desacoplamiento posible, haciendo as´ı que todas las partes sean independientes y se
puedan comunicar unas con otras. De este modo, la aplicacio´n web funciona como una
API contra la que el resto de servicios se han de identificar para mandarle peticiones
y que esta les conteste. Esto le confiere al Racso la posibilidad de crecer fa´cilmente.
4.1. Patro´n Modelo Vista Controlador
Como hemos dicho anteriormente uno de los principales motivos de la re-
construccio´n era tratar de separar la capa de vistas de la capa de lo´gica, logrando
as´ı que sea mucho ma´s co´modo y fa´cil implementar nuevas funcionalidades en el
Racso. Esto lo hemos conseguido aplicando el Patro´n Modelo Vista Controlador
[mvc, 2014], el que desacopla el modelo del sistema, las clases y su estructura (Mo-
delo), del de las vistas que muestran los datos (Vista) del co´digo que computa y
procesa las diferentes peticiones (Controlador). Este co´digo ha quedado encapsulado
dentro de Controladores.
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4.2. Proceso de autentificacio´n
Uno de los procesos ma´s importantes a tener en cuenta en el disen˜o es el
proceso de autentificacio´n. En una primera visio´n podemos pensar que es un proceso
trivial en el que un usuario nos proporciona un nombre y una contrasen˜a que valida-
mos contra la base de datos y as´ı es como identificamos y autentificamos al usuario.
Sin embargo en el Racso hemos tenido en cuenta una serie de factores extra: adema´s
de identificar a los usuarios registrados, mantenemos controladas sus sesiones para
poder enviarles eventos en cualquier momento.
Para aumentar la seguridad del Racso hemos creado dos tipos de usuarios,
los Users y los Admins. De forma que al no ser el mismo tipo de usuarios no se
validan contra la misma entidad del modelo. Esto lo hemos logrado gracias a una
caracter´ıstica de Laravel que nos permite desarrollar procesos espec´ıficos para ciertos
tipos de rutas 1, as´ı, todas las rutas que empiezan o contienen la palabra admin son
contrastadas en la base de datos con un co´digo y las rutas que no lo contiene con
otro.
En general el proceso de autentificacio´n funciona por capas, para lograr
acceder a la capa de datos debes pasar por todas las capas anteriores. A continuacio´n
listaremos las distintas capas que posee el sistema y su finalidad:
Capa web
Esta capa se encarga de comprobar que la sesio´n del usuario es la correcta.
Capa autentificacio´n usuario
Esta capa se encarga de comprobar la autentificacio´n de los usuarios nor-
males.
Capa autentificacio´n administrador
Esta capa se encarga de comprobar la autentificacio´n de los usuarios admi-
nistradores.
Capa de autentificacio´n de examen
Esta capa se encarga de verificar y hacer ciertas comprobaciones en el modo
de examen.
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En el diagrama de capas de autentificacio´n 4.1 podemos comprobar cual
sera´ la estructura de estas capas.
4.2.1. Autentificacio´n en base al examen
Esta capa, como su nombre indica, se encarga del proceso de autentificacio´n
durante un examen. Procesa ciertos para´metros como la localizacio´n IP, la asociacio´n
de la IP a un examen, el momento en el que se accede y si el usuario que accede
deber´ıa estar o no haciendo un examen y cua´l. Estos para´metros esta´n asociados y
el Racso debe ponerse en modo examen para advertir a un usuario que esta´ en otra
aula que debe hacer el examen o para advertir a un usuario que esta´ en un aula que
en esa aula se va a proceder a hacer un examen. En tiempo de examen solo se puede
acceder a los ejercicios del examen si y solo si tu usuario tiene los permisos indicados
para ello por el administrador.
4.3. Proceso de entrega de un ejercicio
En la reconstruccio´n se ha conseguido que este proceso sea ma´s dina´mico y
a´gil. Antes el Racso, despue´s de que un alumno enviase un ejercicio, hac´ıa hasta 5
peticiones con un intervalo de tiempo de 2 segundos para comprobar que la solucio´n
del ejercicio esta´ lista. Hemos redisen˜ado este proceso para que sea a la inversa,
que el servidor mande un evento al cliente que le indique que su ejercicio ha sido
corregido y adema´s le mande la correccio´n. Para ello necesitamos que el usuario este´
identificado en todo momento y usaremos la librer´ıa Socketio 2 de JavaScript para
crear un socket entre el cliente y el servidor. A simple vista el alumno env´ıa una
peticio´n de juicio, el servidor la procesa y cuando la ha procesado le contesta, pero el
proceso es ligeramente diferente, ya que la correccio´n no la hace el servidor Laravel si
no la parte en C++, el control de los eventos para con el cliente los hace el servidor
Node y el servidor Laravel se encarga de comunicar entre el cliente web, el cliente en
C++ y el servidor Node.
En la figura 4.2 se puede ver cuales son los pasos a seguir en el proceso de
1Un acceso a un recurso.
2http://socket.io/
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entrega de un ejercicio.
4.4. Disen˜o de la web
La interfaz de cara al usuario apenas ha cambiado pero se han pulido al-
gunas partes o zonas de cada vista. Hemos facilitado a los usuarios el acceso a una
lista de ejercicios en base al ejercicio en el que se encuentran, es decir, cada ejercicio
pu´blico pertenece a una lista pu´blica y esta lista es fa´cilmente accesible desde la
pantalla donde se muestra el ejercicio. La solucio´n que hemos llevado a cabo para
que sea as´ı es la de colocar un breadcrumb 3 que nos ayudara´ a la navegabilidad de la
web en todo momento. Este breadcrumb se usara´ en todas las vistas. Tambie´n hemos
definido un poco ma´s la zona de output de un ejercicio y le hemos aportado ma´s visi-
bilidad, as´ı sabemos ra´pidamente si una solucio´n es correcta o incorrecta. Cuando el
administrador-profesor activa el modo examen, y gracias a los eventos proporciona-
dos por la librer´ıa socketio, podremos enviarle un mensaje al Alumno para advertirle
de que ya puede empezar el examen o para advertirle de que el tiempo de examen se
esta´ acabando.
En cuanto al panel de administracio´n, que es donde ma´s informacio´n hemos
de controlar, hay 3 tipos de pantallas: el dashboard, el listado de elementos de una
entidad (ejercicios, usuarios, listas de ejercicios, exa´menes, kinds y aulas) y la pantalla
de edicio´n de cada una de estas.
Las pantallas de listados las hemos resuelto con usando DataTables 4 que
nos permite crear una tabla con toda la informacio´n. Se pueden editar las columnas
de esta tabla en todo momento, de modo que comenzaremos cargando la tabla con
los campos o columnas ma´s importantes y daremos la opcio´n al administrador para
que decida que´ campos quiere ver y cua´les no. Tambie´n podra´ ordenar fa´cilmente los
elementos por cada uno de los campos y buscar por palabras clave. Tiene una serie
de botones que le permiten exportar los datos a distintos formatos tales como pdf,
excel, imprimir, copiar y otra serie de botones que le permiten acceder fa´cilmente a
la edicio´n o clonacio´n de una instancia. En la figura 4.3 se muestra el aspecto de una
de las tablas y en la figura 4.4 la seleccio´n de columnas.
3Cadena o rastro que te permite volver a pa´ginas anteriores.
4https://datatables.net/
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La pantalla de edicio´n de los modelos es una pantalla gene´rica que muestra
un formulario. Dependiendo del modelo, este formulario es ma´s o menos complejo,
llegando a poseer pequen˜os editores que generalmente servira´n para editar texto
LaTeX para t´ıtulos y descripciones de las entidades. Estos van acompan˜ados de
pequen˜os outputs donde se vera´ el ejemplo de salida en HTML. En la figura 4.5
tenemos un ejemplo de ello.
Todos estos elementos son reutilizados para la vista de examen de modo
que el administrador vera´ una tabla con una columna por ejercicio y las notas que
tiene cada alumno hasta ese mismo instante. Vera´ tambie´n otra tabla con la relacio´n
entre alumno y la IP desde la que esta´ conectado, de modo que pueda eliminar esa
conexio´n por si un PC se estropea en tiempo de examen. Este proceso se explica en
el apartado 4.2.1.
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Figura: 4.1: Diagrama de capas de autentificacio´n
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Figura: 4.2: Diagrama de la correccio´n de un ejercicio.
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Figura: 4.3: Tabla de exa´menes
4.4 Disen˜o de la web 23
Figura: 4.4: Edicio´n de columnas en la tabla de exa´menes.
Figura: 4.5: Editor LaTeX con output HTML.
Cap´ıtulo 5
Implementacio´n
5.1. Tecnolog´ıas con las que vamos a trabajar
Comenzamos el proyecto seleccionando las tecnolog´ıas que hemos empleado
para implementarlo. La decisio´n sobre cua´les tecnolog´ıas utilizar para este proyecto
ha sido tomada en base a una serie de factores que presentaremos a continuacio´n en
orden de prioridad:
Contexto de utilizacio´n: La tecnolog´ıa se usa habitualmente en contextos pa-
recidos al de nuestra aplicacio´n.
Conocimiento previo por parte del programador.
Estado de la comunidad, facilidad para encontrar informacio´n y utilidad de la
misma.
Ganas de aprender por parte del programador.
En anterior Racso utilizaba las tecnolog´ıas apache 1, PHP, C++ y Ja-
vaScript para dar el servicio. Apache, PHP y JavaScript se encargaban de la parte
pu´blica de la web y C++ de la parte privada. La parte que hemos reconstruido es
1http://www.apache.org/
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Figura: 5.1: Proporcio´n de proyectos web por lenguaje de programacio´n. [wap, 2016]
Figura: 5.2: Top 14 Lenguajes con proyectos mas activos en GitHub.
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la parte pu´blica que procesa y muestra el resultado de las peticiones que le llegan
a trave´s de la red. De esta parte se encarga ma´s concretamente PHP y JavaScript,
que, unidos, computan toda la lo´gica de back-end y front-end. PHP ejecuta´ndose
en la parte de servidor, y no en la parte de cliente, y JavaScript ejecuta´ndose en
la parte de cliente para hacer que las pantallas sean un poco ma´s dina´micas. Este
u´ltimo podr´ıa tambie´n encargarse de algunas partes de back-end en el servidor, pero
por ahora no se da el caso.
Como podemos ver en la imagen 5.1 alrededor del 80 % de las webs en
internet utilizan PHP y solo el 1 % Node, que es la forma en la cual JavaScript se
puede ejecutar en el lado del servidor. Por otro lado en la imagen 5.2 podemos ver que
JavaScript es el lenguaje con ma´s actividad de la comunidad GitHub y PHP esta´ el
quinto lugar en esta misma comunidad. En esta y otras comunidades parecidas, como
pueden serlo Stack Overflow y Google Groups, existe mucha actividad al respecto de
estos dos lenguajes, por lo tanto fue fa´cil encontrar la informacio´n que necesita´bamos.
En general son dos lenguajes con los que se trabaja mucho para desarrollar una
aplicacio´n web. Se trata de dos lenguajes de scripting que ayudan a mantener un
desarrollo a´gil y continuo.
Ha sido una buena opcio´n reconstruir el Racso con las mismas tecnolog´ıas
con las que fue construido la primera vez. El programador hab´ıa utilizado previamen-
te estos dos lenguajes, se sent´ıa co´modo con ellos y quer´ıa aumentar su conocimiento
de estos mismos. PHP y JavaScript cumplieron todos los requisitos y por tanto fueron
los lenguajes con los cuales se implemento´ el nuevo Racso.
5.2. ¿Por que un framework?
El anterior Racso fue desarrollado sin la utilizacio´n de ningu´n tipo de
framework 2. Dado el taman˜o y la complejidad del proyecto, cre´ımos que esta vez lo
mejor ser´ıa aprovecharse de alguna de las herramientas especificadas en el pa´rrafo
siguiente. De este modo podr´ıamos centrarnos en el desarrollo de las funcionalidades
y no tanto en las tecnolog´ıas que usar´ıamos. Gracias a ello las tareas esta´n ma´s
centradas en procesos espec´ıficos, tambie´n podemos aprovechar las herramientas que
nos da el framework para evitar perder tiempo en trabajos triviales y repetitivos
[Symfony, 2016] como la autentificacio´n de un usuario y tambie´n para automatizar
2Una infraestructura o marco sobre la que desarrollar un software.
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ciertos procesos como mantener el control de las migraciones de la base de datos.
El Framework que decidimos utilizar para este proyecto sospesando sus
virtudes y carencias es Laravel, que lleva creciendo en popularidad y utilizacio´n desde
los u´ltimos tres an˜os. Este reaprovecha la estructura y filosof´ıa de los componentes
del framework Symfony con un pequen˜o an˜adido: se centra en mantener las cosas
simples. Nos planteamos hacerlo con el Symfony 2, que es uno de los frameworks
ma´s famosos dentro de la comunidad de PHP, ya que ha asentado muchas de las
bases que a d´ıa de hoy son esta´ndares en casi cualquier proyecto de PHP, pero por
desgracia es costoso de lograr ya que al ser un framework que viene completamente
en blanco, requiere de un gran conocimiento previo de los componentes para poder
sacarle el ma´ximo partido. Laravel viene de serie con un conjunto de componentes
previamente configurados y probados y ha reimplementado algunas soluciones ma´s
sencillas de las que hablare´ en el pa´rrafo siguiente.
Como ya he dicho, Laravel tiene virtudes y desventajas y es que su simpli-
cidad que a simple vista podr´ıa ser una gran virtud, puede convertirse en un arma
de doble filo. Ma´s sencillo a veces implica menos potente o menos posibilidades de
configuracio´n y personalizacio´n. Por suerte hemos solventado ese problema ya que
Laravel nos permite introducirnos en su workflow y cambiarlo a nuestro gusto para
an˜adir fa´cilmente configuraciones que de serie no vienen. Adema´s la configuracio´n
por defecto se adapta lo suficiente a nuestras necesidades. En general el tipo de
acciones que hemos llevado a cabo en este proyecto son complejas peticiones a la
base de datos, el control de acceso y el procesamiento de estos datos en base a este
controlado acceso. Laravel viene de serie con Eloquent, un potente ORM 3 que nos
ha ayudado a mapear la base de datos en co´digo PHP de forma casi instanta´nea y
segura. As´ı podremos controlar fa´cilmente el acceso a la base de datos, sin preocu-
parnos de la conexio´n, o de si estamos escribiendo de forma correcta en la sintaxis
de MySQL o sin siquiera preocuparnos del tipo de base de datos que hay detra´s.
Con Eloquent podemos trabajar libremente sobre la base de datos sin preocupar-
nos de cua´l es la implementacio´n de esta misma. Por otro lado el IoC4 container
nos ha ayudado a manejar las dependencias de co´digo entre las distintas partes y
procesos de la aplicacio´n [Documentation, 2014], algo que comu´nmente nos distrae
mientras programamos aquello que queremos lograr, sobre todo en complejos proce-
sos con mu´ltiples capas. Por u´ltimo los patrones adoptados por Laravel como MVC
y Factory Pattern nos han ayudado a mantener una estructura fuerte y segura en la
3Herramienta para abstraer la forma en la que se utiliza la base de datos.
4Inverse of control.
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aplicacio´n [pat, 2014].
5.2.1. Librer´ıas de JavaScript
Con JavaScript podr´ıamos haber hecho lo mismo que hicimos con PHP y
buscar un framework o librer´ıa que nos ayudase a mantener el co´digo organizado y a
tener una base de funciones y/o herramientas con las cuales trabajar en el front-end
en el lado del cliente. Pero en este caso hemos optado por no usar ningu´n framework
ya que el nivel de uso del JavaScript en este proyecto es espec´ıfico para ciertos
puntos muy detallados. Lo que s´ı hicimos previamente a empezar a programar es
identificar algunas librer´ıas que cre´ıamos necesarias para el proyecto. Aqu´ı esta´ la
lista de librer´ıas que identificamos en su momento junto con la lista de librer´ıas que
hemos usado finalmente.
Node: Es un motor JavaScript que nos ha ayudado a correr las librer´ıas que
necesitamos para procesar algunas de las peticiones que recibira´ el servidor.
Socketio: Se trata de una librer´ıa JavaScript que usamos para mantener una
conexio´n abierta entre el cliente y el servidor, de modo que el servidor puede
enviarle eventos importantes como la correccio´n de un ejercicio 5 al usuario.
Ioredis: Se trata de un cliente JavaScript que an˜adimos a Node para que entre
e´l y Laravel puedan compartir mensajes mediante un servicio de base de datos
en memoria llamado Redis. De esta forma Laravel y Node podra´n compartir
mensajes y enviarse eventos.
Gulp: Es una librer´ıa JavaScript que hemos usado para definir una serie de
tareas y un conjunto de reglas. Esta librer´ıa la usamos sobre todo para el
desarrollo, la automatizacio´n de los tests y la compilacio´n del Sass 6.
DataTables: Librer´ıa que nos permite crear una tabla con la que podemos
interactuar de muchas formas. Podemos ordenar los elementos de la tabla segu´n
sus atributos en orden ascendente o descendente. Tambie´n podemos buscar
elementos en la tabla mediante palabras clave.
5Algo que durante el proyecto hemos denominado como .el veredicto del juicio”.
6El lenguaje de estilos que utilizamos en el proyecto. http://sass-lang.com/
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5.3. Plataformas de despliegue y desarrollo
En esta seccio´n definiremos las caracter´ısticas de las ma´quinas de desarro-
llo y produccio´n, as´ı como el control de las mismas, su aprovisionamiento 7 y las
actualizaciones de sistemas controladas. La idea ba´sica es que la ma´quina donde se
desarrolla es una copia de la ma´quina donde va a estar el producto final. De esta
forma se evitan comportamientos inesperados y fallos en el momento de publicar la
aplicacio´n, reduciendo as´ı el impacto del despliegue.
5.3.1. Ma´quina de desarrollo y despliegue en produccio´n
El proceso de desarrollo ha transcurrido en una ma´quina virtual, de forma
que todo el co´digo esta´ autocontenido en ella. Con esto logramos que la ma´quina
se ejecute de la misma forma en el PC de cualquier desarrollador. Para ello hemos
usado Vagrant 8 que nos ha permitido definir una ma´quina virtual ligera y altamente
reproducible que se aprovisionara´ siempre de la misma forma, con las misma versio´n
de programas, evitando as´ı problemas entre ma´quinas y versiones de programas y
sistemas. Vagrant requiere de una instalacio´n previa de VirtualBox 9. Hemos usado
Vagrant para la publicacio´n del software de forma que, indica´ndole un servidor remo-
to, este se encarga de copiar toda la configuracio´n y archivos de la ma´quina virtual
y la de desarrollo, en la ma´quina de produccio´n. Una vez hecho este proceso solo
hemos tenido que aprovisionar la ma´quina.
5.3.2. Aprovisionamiento de las ma´quinas
Para aprovisionar las ma´quinas, tanto la de desarrollo como de produccio´n,
hemos utilizado una herramienta que instala y configura las dependencias automa´ti-
camente. Con dependencias nos referimos a los programas, lenguajes, librer´ıas, com-
pilaciones, todo tipo de proceso previo que requiera el proyecto para correr de forma
normal. Previamente hemos tenido que definir estas dependencias en scripts y algunos
7Proceso por el cual una ma´quina o un sistema se dota de los programas que requiere para su
correcto funcionamiento.
8Entornos de desarrollo virtuales, ligeros y re-producibles https://www.vagrantup.com/
9Aplicacio´n para la virtualizacio´n de sistemas https://www.virtualbox.org/
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archivos YAML10 de configuracio´n. El encargado de todo este proceso sera´ Ansible
11, una herramienta de automatizacio´n capaz de controlar mu´ltiples ma´quinas.
5.4. Automatizacio´n de las pruebas
Ha sido importante nutrir al proyecto de una buena cantidad de tests que
nos indiquen que todo funciona correctamente y que no rompemos nada al an˜adir
nuevas funcionalidades. En este apartado hablaremos de los tipos de test que hemos
utilizado y co´mo hemos aplicado estas tecnolog´ıas.
5.5. Implementacio´n mini-aplicaciones
5.5.1. Tipos de tests
Existen muchos tipos de tests, pero en este proyecto nos hemos centrado
en dos tipos, los test unitarios y los tests funcionales. Hemos usado los test unitarios
para cerciorarnos de que ciertas partes del co´digo funcionan correctamente y los tests
funcionales para controlar el flujo de la aplicacio´n.
Los elementos susceptibles de ser controlados por tests unitarios son las
clases del modelo y los controladores, cada uno por separado. Se han testeadao los
elementos que poseen funcionalidades complejas, distintas a los t´ıpicos getters y
setters, los cuales no testearemos ya que esto depende de Eloquent y este ya viene
testeado de serie. Todo ello para comprobar que la clase funciona correctamente y
que no hay comportamientos inesperados que puedan romper la aplicacio´n.
Por otro lado tenemos los tests funcionales. Se trata de un test de flujo en la
aplicacio´n que imita el comportamiento de un usuario y comprueba que el resultado
obtenido es el esperado.
Para todo ello hemos usado dos librer´ıas, PHPUnit 12, para los tests unita-
10Un formato que nos propone un esta´ndar para archivos de configuracio´n. http://yaml.org/
11Automatizacio´n de levantado y aprovisionamiento de ma´quinas. https://www.ansible.com/
12https://phpunit.de/
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rios, y Selenium13, para los test funcionales. Requerimos de Selenium ya que parte
de la funcionalidad transcurre en JavaScript y PHPUnit no es capaz de ejecutarlo.
5.5.2. Idea del algoritmo
Nos basamos en el algoritmo de Cocke-Younger-Kasami (CYK, [Har-Peled and Parthasarathy, 2009]).
La idea de este algoritmo es simple: dada una CFG G y una palabra w, se define
gen(X, u) para cada variable X de G y cada subpalabra u de w tal que gen(X, u) es
cierto si X puede generar u, y falso en caso contrario. Con esta informacio´n se puede
calcular fa´cilmente si la grama´tica genera la palabra w, pues solo es necesario mirar
si gen(S,w) es cierto para la variable inicial S de G. Adema´s, si todas las reglas de
la grama´tica G son o bien de la forma X → a o bien de la forma X → Y Z, siendo
a un s´ımbolo del alfabeto y X, Y, Z variables, entonces gen(X, u) se puede definirse
de forma recursiva: el caso base es cuando u tiene taman˜o 1 y el valor de gen(X, u)
s´ımplemente depende de si existe o no una regla de la forma X → u; el caso recursivo
es cuando u tiene taman˜o mayor que 1 y entonces el valor de gen(X, u) depende del
valor de gen(Y, u1) y gen(Z, u2) para todas las variables Y, Z tal que existe una regla
X → Y Z y para toda u1, u2 tal que su concatenacio´n da como resultado u. El be-
neficio de esta formulacio´n recursiva es que puede implementarse de forma eficiente
usando programacio´n dina´mica, obteniendo un algoritmo de coste O(|G| · |w|3).
Hemos tenido que adaptar el algoritmo CYK a nuestros fines, pues las
grama´ticas de los alumnos pueden tener reglas con formas ma´s complejas que X → a
o X → Y Z, y adema´s nuestro objetivo no es solo averiguar si la grama´tica gene-
ra una palabra sino obtener la derivacio´n que la genera. Ma´s au´n, en caso que la
generacio´n sea ambigua, queremos obtener dos derivaciones distintas para reflejar
esa ambigu¨edad. Para ello hemos implementado un primer paso de normalizacio´n
de la grama´tica, luego aplicamos el algoritmo CYK adaptado, y luego manipulamos
las derivaciones obtenidas para que correspondan a la grama´tica previa al paso de
normalizacio´n. En los siguientes puntos esbozamos cada uno de esos pasos.
13http://www.seleniumhq.org/
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5.5.3. Normalizacio´n
Para hacer ma´s eficientes los pasos posteriores, comenzamos el proceso lim-
piando la grama´tica: primero se eliminan las variables no fruct´ıferas (las que no
generan ninguna palabra), y luego las no alcanzables (las que nunca intervienen en
la generacio´n de una palabra del lenguaje). A continuacio´n, simplificamos las reglas
garantizando que sus partes derecha tengan a lo sumo 2 s´ımbolos. Esto se puede
lograr fa´cilmente introduciendo n− 2 variables auxiliares por cada regla cuya parte
derecha tenga n > 2 s´ımbolos, y modificando dicha regla de forma conveniente.
Pre-calculamos que´ variables pueden generar la palabra vac´ıa, y nos guarda-
mos con que´ derivaciones lo pueden hacer (a lo sumo nos guardamos 2 derivaciones,
pues no necesitamos ma´s y podr´ıa haber infinitas). T´ıpicamente, en los procesos de
normalizacio´n de las grama´ticas se eliminan las reglas de la forma X → ε y el caso
de la palabra vac´ıa se trata a parte. Sin embargo, nosotros mantenemos estas reglas.
A continuacio´n modificamos la grama´tica para impedir que haya derivacio-
nes c´ıclicas de la forma X ⇒∗ X ′ ⇒∗ X ′′ ⇒∗ X ′′′ ⇒∗ . . .⇒∗ X. Este tipo de deriva-
ciones son indeseables para aplicar CYK, ya que no permiten la formulacio´n recursiva
del algoritmo. Para solventar este problema, colapsamos los ciclos: sustituimos to-
das las variables X,X ′, X ′′, X ′′′, . . . a una nueva variable auxiliar A{X,X′,X′′,X′′′,...}
que no pueda ciclar. Para obtener cada uno de los grupos que queremos colapsar,
consideramos el grafo definido de la siguiente manera: los nodos son variables de la
grama´tica, y hay una arista dirigida del nodo X al Y si y solo si hay una regla de
la forma X → αY β y adema´s α⇒∗ ε y β ⇒∗ ε. Luego, sobre este grafo calculamos
las componentes fuertemente conexas [tro, ], ya que cada una de estas componentes
corresponde a un subconjunto maximal de variables que pueden realizar derivacio-
nes c´ıclicas. Cada componente fuertemente conexa se colapsa a una nueva variable
auxiliar.
5.5.4. CYK
En nuestro proceso de normalizacio´n no hemos eliminado las reglas de la
forma X → Y , y por ello debemos proceder con cuidado cuando adaptamos la for-
mulacio´n recursiva de CYK a un ca´lculo iterativo de programacio´n dina´mica. Por
ejemplo, dada la presencia de la regla X → Y , primero es necesario realizar los ca´lcu-
los sobre Y y, una vez concluidos, se puede proceder con los de X. Para solventar esta
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dificultad, CYK se debe calcular iterativamente siguiendo una ordenacio´n topolo´gica
de las variables [PEARCE and KELLY, 2006].
Por u´ltimo, el algoritmo CYK tradicional calcula u´nicamente un booleano,
es decir, si existe o no una derivacio´n. Nosotros cambiamos eso para que se almacenen
las derivaciones concretas (a lo sumo guardamos 2), en lugar de solo su existencia o
no.
5.5.5. Derivaciones
Una vez concluidos los pasos previos, debemos modificar las derivaciones
obtenidas para que correspondan a las que se pod´ıan realizar con la grama´tica ori-
ginal, previa a la normalizacio´n. Para ello primero debemos localizar las ocurrencias
de variables auxiliares introducidas cuando colapsamos los ciclos, y sustituirlas por
la subderivacio´n correspondiente. En segundo lugar, debemos quitar las variables au-
xiliares introducidas cuando limitamos las partes derecha de regla a 2 s´ımbolos como
ma´ximo.
Cap´ıtulo 6
Gestio´n
6.1. Metodolog´ıa y rigor
6.1.1. Metodolog´ıa A´gil
Hemos utilizado la metodolog´ıa scrum de agile en la cual se empieza el
proyecto o producto con el mı´nimo requerimiento para su funcionamiento y de forma
iterativa se le an˜ade valor y funcionalidad. Cada iteracio´n es un intervalo de tiempo
conocido como sprint.
Adema´s de scrum hemos utilizado la metodolog´ıa kanban, que nos ha apor-
tado una pizarra donde las tareas esta´n ordenadas y priorizadas en distintas colum-
nas, las cuales son backlog, ready, doing y done, que simbolizan el listado de tareas
que quedan por hacer de todo el proyecto, listado de tareas que se hacen en esta
sprint, listado de tareas que se esta´n haciendo y listado de tareas hechas. En princi-
pio las tareas en backlog esta´n ordenadas por prioridad/necesidad para el producto.
Al principio de cada sprint se seleccionan unas cuantas y se valoran por puntos de
dificultad, lo cual nos ha ayudado a saber cuanto trabajo se estaba procesando por
sprint. Esta metodolog´ıa se suele usar para organizar grupos de programadores de
entre 7 y 9 programadores, pero tambie´n es bueno para grupos pequen˜os como el
nuestro ya que nos ha servido para llevar un control del avance del proyecto.
Nuestras sprints han sido de una semana. Al finalizar la semana se ha
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informado al director del estado del proyecto. Junto con e´l, se han seleccionado
las tareas de la semana siguiente. Cada dos semanas se ha hecho una demostracio´n
presencial con el director para constatar el trabajo realizado durante las dos semanas
anteriores.
6.1.2. Herramientas de seguimiento
El contacto entre director y programador se ha llevado a cabo v´ıa mail,
pero en todo momento el director ha podido ejecutar la ma´quina de pruebas en
su dispositivo. Para el control del proyecto a nivel de programacio´n o control de
versiones se ha usado un servicio git.
6.1.3. Validacio´n
La validacio´n que ha tenido lugar cada dos sprints se ha hecho en el ser-
vidor de desarrollo, el cual posee una configuracio´n lo ma´s parecida posible a la
configuracio´n que tiene el servidor de produccio´n, donde va la aplicacio´n al finalizar
el proyecto y en el cual se hacen las ultimas comprobaciones.
Adema´s de las comprobaciones manuales hemos usado la pra´ctica de in-
tegracio´n continua, que consta de proveer al modelo de unos tests dirigidos que
comprueban que todos los procesos son ejecutables y que retornan lo necesario.
6.2. Planificacio´n temporal
Hemos dividido el proceso de reconstruccio´n en diversas fases o hitos, que a
su vez han sido divididos en pequen˜as tareas. Se pretend´ıa que cada una de estas fases
fuesen funcionales y el valor de la aplicacio´n aumentase de forma considerable fase a
fase. De modo que siempre que se terminase una fase el producto fuera completamente
testeable y por lo tanto funcional en todos los sentidos.
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6.2.1. Planificacio´n temporal inicial
Antes de empezar: 2 semanas
• Estudiar el viejo co´digo e informarse de las necesidades de cambio.
• Estudiar las posibles soluciones aplicables: Tecnolog´ıas y lenguajes.
Empezar el proyecto: 3 semanas
• Crear un entorno de desarrollo.
• Crear una ma´quina de pruebas donde testear.
• Inicializar el proyecto web vac´ıo.
Disen˜ar front-end y back-end: 3 semanas
• Guias de estilos.
• Disen˜o back-end.
• Disen˜o front-end.
GEP: 6 Semanas
• Alcance y contextualizacio´n.
• Planificacio´n temporal.
• Gestio´n econo´mica y sostenibilidad.
• Presentacio´n preliminar.
• Presentacio´n oral y documento final.
Creamos una primera versio´n del nuevo Racso: 3 semanas
• An˜adimos la primera entidad llamada Ejercicios.
• Entidad editable desde el back-end.
• Entidad tratable desde el front-end.
An˜adimos el resto de entidades: 4 semanas
• Tipos de ejercicios.
• Lista de ejercicios.
• Alumnos.
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• Exa´menes.
Desplegar el proyecto en la ma´quina de produccio´n. 1 semana
Documentar y generar un reporte para que los profesores sepan como adminis-
trar el panel. 1 semana
Cada hito de esta lista se ha provisto de un juego de pruebas o test con el que verificar
que se puede pasar al siguiente hito (a excepcio´n de la documentacio´n).
6.2.2. Descripcio´n de las tareas
Antes de empezar
En esta fase del proyecto lo que se ha pretendido es entender las necesidades
del Racso, cua´l era el estado de la aplicacio´n y que´ requisitos ten´ıa que cambiar o
mejorar. Se han estudiado las posibles soluciones que mejor se adaptan a las necesi-
dades. Todo esto fue un estudio previo que ayudo´ a aclarar cua´l era el contexto y el
alcance del proyecto. Los tiempos empleados para cada subtarea los podemos ver en
la tabla 6.1.
Tarea Duracio´n
Estudiar co´digo de la vieja versio´n e informarse de las necesidades de cambio. 16h
Estudiar las posibles soluciones aplicables: Tecnolog´ıas y lenguajes. 16h
Total 32h
Cuadro 6.1: Tareas hito “ Antes de empezar ”
Empezar el proyecto
Debido al ajustado tiempo de realizacio´n del proyecto se decidio´ empezar a
definir el entorno de trabajo y pruebas antes de tener claro cual ser´ıa el alcance y la
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contextualizacio´n. Los costes de realizar esta tarea previamente son bajos y es algo
que pod´ıamos tener preparado para cuando tuvie´ramos claro el resto del proyecto.
Constaba de 3 sencillas fases en las que simplemente iniciamos el entorno
de desarrollo, la ma´quina de pruebas e inicializamos el proyecto vac´ıo. Podemos ver
la duracio´n de cada subtarea en la tabla 6.2.
Tarea Duracio´n
Crear un entorno de desarrollo. 10h
Crear una ma´quina de pruebas donde testear. 15h
Inicializar el proyecto web vac´ıo. 8h
Total 32h
Cuadro 6.2: Tareas hito “ Empezar el proyecto ”
Disen˜ar front-end y back-end
Mientras se estudiaba el contexto y el alcance del proyecto se definio´ y
disen˜o´ una interfaz que hiciera ma´s u´til la aplicacio´n, esto nos ayudo´ a definir el
alcance.
Podemos ver la duracio´n de las subtareas de disen˜o front-end y back-end
en la tabla 6.3.
GEP
Durante esta fase pretend´ıamos definir el contexto de la aplicacio´n y el
alcance de la misma, estudiar los costes, las metodolog´ıas que hemos usado, la forma
de trabajar, el proceso de creacio´n, el impacto, etc. Todo ello era necesario antes de
ponerse a trabajar, para poder realizar una tarea precisa y sin sorpresas.
Este trabajo se uso´ para mostrarle a los profesores que´ tareas se iban a
realizar durante el proceso.
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Tarea Duracio´n
Gu´ıas de estilos 20h
Disen˜o back-end 15h
Disen˜o front-end. 15h
Total 50h
Cuadro 6.3: Tareas hito “ Disen˜ar front-end y back-end ”
Las horas realizadas para cada subtareas del GEP las podemos ver en la
tabla 6.4.
Tarea Duracio´n
Alcance y contextualizacio´n 18h
Planificacio´n temporal 18h
Gestio´n econo´mica y sostenibilidad 18h
Presentacio´n preliminar 18h
Presentacio´n oral y documento final 18h
Total 90h
Cuadro 6.4: Tareas hito “ GEP ”
Creamos una primera versio´n del nuevo Racso
Despue´s de tener claro que´ tecnolog´ıas ı´bamos a usar, de tener un disen˜o
en mente y de tener un entorno donde poder trabajar empezamos con una pequen˜a
versio´n del proyecto la cual ser´ıa una base para todo lo que vendr´ıa despue´s. La
duracio´n de las subtareas de la creacio´n de la primera versio´n esta´ indicada en la
tabla 6.5.
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Tarea Duracio´n
An˜adimos la primera entidad llamada Ejercicio 40h
Entidad editable desde el back-end 32h
Entidad tratable desde el front-end 30h
Total 102h
Cuadro 6.5: Tareas hito “ Creamos una primera versio´n del nuevo Racso ”
An˜adimos el resto de entidades
Despue´s de crear y testear una primera versio´n do´nde ya tenemos el nu´cleo
de la aplicacio´n con una primera clase del modelo introducimos el resto del modelo
usando este nu´cleo. El tiempo requerido para an˜adir cada una de las Entidades lo
indicamos en la tabla 6.6.
Tarea Duracio´n
Tipos de ejercicios 32h
Lista de ejercicios 32h
Alumnos 32h
Exa´menes 32h
Total 128h
Cuadro 6.6: Tareas hito “ An˜adimos el resto de entidades ”
Desplegar el proyecto en la ma´quina de produccio´n
En esta fase pretend´ıamos tener el proyecto completamente funcional, pero
en el servidor de desarrollor, as´ı que lo que ten´ıamos que hacer era moverlo a la
ma´quina de produccio´n y hacer pruebas con ello. En la tabla 6.7 podemos ver el
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tiempo requerido que se hab´ıa estimado para desplegar el proyecto en la ma´quina de
produccio´n.
Esta es una de las fases que cambiamos en el proyecto final como vere´is
especificado en el apartado 6.2.3
Tarea Duracio´n
Desplegar el proyecto en la ma´quina de produccio´n 8h
Tests en produccio´n 26h
Total 34h
Cuadro 6.7: Tareas hito “ Desplegar el proyecto en la ma´quina de produccio´n ”
Documentar y generar un reporte para que los profesores sepan como
administrar el panel
Por u´ltimo y si las pruebas sal´ıan satisfactorias se generar´ıa un documento
do´nde se explicar´ıa a los futuros programadores y usuarios de la aplicacio´n como
usar y mantener el Racso. La duracio´n estimada de la tarea de documentacio´n la
podemos ver en la tabla 6.8.
Esta es una de las fases que cambiamos en el proyecto final como vere´is
especificado en el apartado 6.2.3
Tarea Duracio´n
Documentar y generar un reporte
para que los profesores sepan como administrar el panel 32h
Total 32h
Cuadro 6.8: Tareas hito “ Documentar y generar un reporte para que los profesores
sepan como administrar el panel ”
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Total horas tareas
El total de horas realizadas y estimadas en tareas y subtareas lo podemos
ver en la tabla 6.9.
Tarea Duracio´n
Antes de empezar 32h
Empezar el proyecto 32h
Disen˜ar front-end y back-end 50h
GEP 102h
Creamos una primera versio´n del nuevo Racso 90h
An˜adimos el resto de entidades 128h
Desplegar el proyecto en la ma´quina de produccio´n (Estimada) 34h
Documentar y generar un reporte
para que los profesores sepan como administrar el panel (Estimada) 32h
Total 500h
Cuadro 6.9: Tareas hito “ Total horas tareas ”
6.2.3. Planificacio´n temporal final - Cambios respecto a la
planificacio´n inicial
Durante el proceso de desarrollo nos dimos cuenta de que en la fase de Es-
tudio previo no se hab´ıa estimado bien el tiempo que se tardar´ıa en copiar algunas de
las funcionalidades, debido a que algunas de estas funcionalidades estaban ofuscadas
en el co´digo y era muy dif´ıcil su deteccio´n. Se tomo´ la decisio´n de aumentar las horas
de programacio´n durante la fase de An˜adir el resto de entidades, concretamente para
la entidad examen. Se aumento´ el plazo en dos semanas.
Por otro lado las prioridades del proyecto cambiaron, no hab´ıa tanta prisa
por salir a produccio´n para este cuatrimestre y por lo tanto se decidio´ aprovechar el
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tiempo en desarrollar ma´s cosas de cara a la administracio´n, dotarla de ma´s detalles
y ayudas, aumentando el proceso de desarrollo otras dos semanas ma´s.
La duracio´n aproximada inicial del proyecto era de 19 semanas, desde el 15
de enero de 2016 hasta el 27 de mayo de 2016, d´ıa escogido por la universidad para
presentar el turno de lectura.
La duracio´n final del proyecto ha sido de 22 semanas, desde el 15 de enero
de 2016 hasta el 27 de mayo de 2016 como podemos ver en el diagrama de Gantt de
la siguiente seccio´n.
6.2.4. Diagrama de Gantt
El diagrama Gantt ha sido separado en dos partes para una mejor visua-
lizacio´n. Una parte inicial de 12 semanas 6.1 y una segunda parte de 10 semanas
6.2.
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6.2.5. Distribucio´n del esfuerzo
La distribucio´n del esfuerzo de las horas realizadas por cada rol lo podemos
encontrar en la tabla 6.10.
Rol Horas Precio hora Precio total
Director del proyecto 50h 50e/h 2500e
Programador web senior 350h 35e/h 12250e
Disen˜ador 50h 40e/h 2000e
Tester 50h 20e/h 1000e
Total 500h 17800e
Cuadro 6.10: Tareas hito “ Distribucio´n del esfuerzo ”
6.3. Gestio´n econo´mica y recursos
6.3.1. Identificacio´n de los costes
Los costes de la aplicacio´n vienen principalmente definidos por costes de
recursos humanos, costes de hardware y costes de software. Entre los costes de hard-
ware identificaremos costes de compra y costes de mantenimiento.
En el proyecto se han intentado usar el ma´ximo de herramientas de software
libre o cuentas en servicios gratuitos para abaratar costes como explicaremos en el
apartado Costes de software.
Costes de recursos humanos
Estos costes los detallaremos en funcio´n de los actores implicados y el tiem-
po requerido por las tareas en las que esta´n asignados en el Gantt (Seccio´n 6.2.4
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Diagrama de Gantt) Los costes de recursos humanos los podemos ver en la tabla
6.11.
Rol Horas Precio hora Precio total
Director del proyecto 50h 50e/h 2500e
Programador web senior 350h 35e/h 12250e
Disen˜ador 50h 40e/h 2000e
Tester 50h 20e/h 1000e
Total 500h 17800e
Cuadro 6.11: Costes “ Costes de recursos humanos ”
Costes de recursos de hardware
En la tabla 6.12 mostramos el coste de las ma´quinas, as´ı como el de su
mantenimiento durante por lo menos 5 an˜os.
Producto Precio Vida u´til Amortizacio´n
Servidor 350e 5 an˜os 70e
Electricidad 3066e 5 an˜os 613,2e
Mantenimiento del servidor 200e 5 an˜os 40e
MacBook Air 1349e 5 an˜os 269,8e
Total 4965e 993e
Cuadro 6.12: Costes “ Costes de recursos de hardware ”
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Costes de recursos de software
Gran parte del software usado, como Laravel, Atom1 y Gimp2, son de co´digo
abierto y por lo tanto a coste 0. Por otro lado tenemos los servicios online de empresas
como Asana, en la cual se incluyen los servicios de Asana3 y Instagantt4 y de empresas
como Allao Systems, la cual nos ofrece los servicios de Gogs5 y Waken6, todos ellos
gratuitos. Por u´ltimo, el u´nico servicio de pago que usamos es el servicio de laracast,
el cual nos ofrece toda una documentacio´n y buenas pra´cticas sobre Laravel. Podemos
ver los detalles en la tabla 6.13.
Producto Precio Vida u´til Amortizacio´n
Gogs 0e 3 an˜os 0e
Wekan 0e 3 an˜os 0e
Asana 0e 3 an˜os 0e
Instagantt 0e 3 an˜os 0e
Sharelatex 0e 3 an˜os 0e
Laravel 0e 3 an˜os 0e
Laracast 86e 1 an˜os 86e
OSX Yosemite 31e 3 an˜os 0e7
Atom 0e 1 an˜os 0e
GIMP 0e 1 an˜os 0e
Total 86e 86e
Cuadro 6.13: Costes “ Costes de recursos de software ”
1IDE de desarrolllo.
2Editor de ima´genes.
3Control de un proyecto y sus tareas.
4Generar un gantt a partir de las tareas de asana.
5Controlador de versiones git.
6Pizarra kanban.
7Incluido en el MacBook Air.
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Costes de imprevistos durante el desarrollo
Debido a la naturaleza del proyecto en la cual estamos reutilizando parte de
un modelo anterior, su infraestructura y de la cual no hay una documentacio´n clara,
es habitual que surjan pequen˜os retrasos e imprevistos. Con el fin de que esto no
supusiera un verdadero problema se decidio´ incrementar en un 10 % el presupuesto.
Presupueto total
En la tabla 6.14 podemos ver el presupuesto total de la reconstruccio´n.
Concepto Costes amortizados
Coste de recursos humanos 17800e
Coste de hardware 993e
Coste de software 86e
Total (sin imprevistos) 18879e
Coste de imprevistos 10 %
Total 20766,9e
Cuadro 6.14: “ Presupueto total ”
Control de gestio´n
En general el control del proyecto se ha llevado a cabo mediante el cum-
plimiento de los tiempos en el diagrama de Gantt especificado en la planificacio´n
temporal. Adema´s gracias a la metodolog´ıa de trabajo scrum al finalizar cada sprint
se ha revisado que´ tareas se han logrado durante la semana y cua´les no, con el fin
de detectar retrasos en el proyecto. Cuando se han detectado ma´s de 2 tareas no
logradas por sprint se ha hablado con el director para verificar los tiempos. De todos
modos se dicto´ una serie de medidas y consideraciones para poder adaptar estos im-
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previstos de la mejor forma posible al proyecto, evitando as´ı su ralentizacio´n y por
tanto el aumento de los costes:
1. La fecha de finalizacio´n del proyecto no se puede posponer nunca.
2. Se dara´ prioridad a las funcionalidades existentes en el proyecto actual con el
fin de detectar los posibles problemas a tiempo y adaptarse lo antes posible al
calendario.
3. Si alguna funcionaliad o imprevisto se detecta tarde se valorara´ su necesidad y
se cambiara´ por otra de igual valor o menor en el backlog de la pizarra kanban
4. Con funcionalidades o imprevistos con un valor importante en la aplicacio´n y
que aparezcan cuando el proyecto este´ muy avanzado, se tratara´ de reutilizar
el co´digo del antiguo racso encapsulado de forma que en el futuro se pueda
realizar una tarea de limpieza.
Por u´ltimo como ya hemos podido observar en el apartado 6.3.1 tomamos
una medida de previsio´n para poder adaptarnos en cuanto al presupuesto en caso de
necesitar contratar algu´n tipo de software extra, contratar ma´s horas de programa-
cio´n o disen˜o.
6.4. Sostenibilidad y compromiso social
6.4.1. Sostenibilidad econo´mica
El proyecto se va a desarrollar en el a´mbito acade´mico con el fin de mejorar
la infraestructura de la universidad. Gracias a que algunos de los alumnos desean
mejorar este a´mbito utilizan sus cre´ditos en forma de trabajo. Este es el caso de un
alumno que desea realizar su TFG mejorando el Racso. Gracias a esto la universidad
solo tendra´ que pagar los costes de mantenimiento y esto hace que los costes sean
incre´ıblemente bajos y el precio sea muy competitivo.
Pese a que la universidad no tiene que competir con empresas s´ı compite con
otras universidades por reconocimiento. Tener herramientas nuevas y actualizadas
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como lo son: el Moodle, el Racso y el Jutge, sobre todo las dos u´ltimas, que esta´n
abiertas a personas externas a la universidad, hace que gane un reconocimiento muy
valioso el cual le puede permitir una mejor posicio´n a la hora de recibir ayudas del
estado, ma´s alumnos y una mejor infraestructura.
6.4.2. Sostenibilidad social
El Racso es una ma´quina muy usada por las asignaturas de Teor´ıa de la
Computacio´n y Compiladores. Con el tiempo la aplicacio´n queda des-actualizada y
requiere de mejoras, el profesorado no dispone de tiempo ni de herramientas suficien-
tes para mejorar el Racso. Por ello este proyecto es una gran ayuda que empieza a
ser necesaria para que las asignaturas puedan introducir nuevos ejercicios, me´todos
de evaluacio´n y me´todos de control sobre los alumnos, que hasta ahora no ten´ıan y
que empezaban a ser necesarios.
6.4.3. Sostenibilidad ambiental
El consumo de los recursos durante el desarrollo del proyecto han sido bajos
ya que no ha sido menester ningu´n hardware especial ni para desarrollar ni para
mantener el producto. Se reutilizara´ la ma´quina actual del Racso, gestionada por
RDlab 8 y la red de la universidad para conectar la ma´quina con los usuarios.
6.4.4. Tabla de sostenibilidad
Tabla de sostenibilidad 6.15.
Sostenibilitat Econo´mica Social Ambiental
Planificacio´n Seccio´n 6.4.1 Seccio´n 6.4.2 Seccio´n 6.4.3
Valoracio´n 8 7 5
Cuadro 6.15: “ Tabla de sostenibilidad ”
8https://rdlab.cs.upc.edu/
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6.5. Identificacio´n de leyes y regulaciones
Hay dos leyes y regulaciones a tener en cuenta en este proyecto: la ley de
proteccio´n de datos y la nueva ley europea de cookies.
Para cumplir la ley de proteccio´n de datos, los usuarios (como el nombre,
la contrasen˜a o el correo) nunca sera´n pu´blicos y las contrasen˜as se guardara´n de
forma cifrada.
La ley de cookies requiere que se avise al usuario en el caso de utilizar cierto
tipo de cookies, aquellas que guardan cierta informacio´n del usuario y esta no es
imprescindible para el funcionamiento de la aplicacio´n. En nuestro caso solo usamos
cookies para identificar a nuestros usuarios. No es un caso para el que requiramos
advertir a los usuarios.
Cap´ıtulo 7
Resultados
7.1. Competencias te´cnicas
CCO1.1: Evaluar la complejidad computacional de un problema, conocer estra-
tegias algor´ıtmicas que puedan llevar a su resolucio´n, y recomendar, desarrollar
e implementar la que garantice el mayor rendimiento de acuerdo a los requisitos
[Un poco].
Se han evaluado mu´ltiples problemas durante el desarrollo. La mejora de tiempo
en el proceso de evaluacio´n de un ejercicio disminuyendo el tiempo de respues-
ta del servidor. El proceso de comunicacio´n cliente-servidor y el proceso de
comunicacio´n servidor-servidor ha sido un problema para el cual hemos tenido
que definir un pequen˜o protocolo de comunicacio´n en el que los implicados se
identifican previamente.
CCO1.2: Demostrar los conocimientos de los fundamentos teo´ricos de los len-
guajes de programacio´n y las te´cnicas de procesamiento le´xico, sinta´ctico y
sema´ntico asociadas, y saber aplicarlas para la creacio´n, el disen˜o y el procesa-
miento de lenguajes. [Un poco].
Hemos corregido pequen˜os errores en los parsers que resaltan las palabras clave
en el editor de texto que se utiliza para hacer las entregas de los ejercicios.
Adema´s hemos an˜adido la mini-aplicaciones al contexto del cliente que ayuda
los usuarios con los ejercicios de grama´ticas y sus resultados.
CCO1.3: Definir, evaluar y seleccionar plataformas de desarrollo y produccio´n
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de hardware y software para el desarrollo de aplicaciones y servicios informa´ti-
cos de diversa complejidad. [En profundidad].
Como se ha explicado en los cap´ıtulos 4 y 5 se han seleccionado plataformas de
desarrollo y plataformas de produccio´n as´ı como los scripts para aprovisionar
estas ma´quinas para sus respectivas tareas. Se ha disen˜ador el sistema como un
sistema de mu´ltiples servicios: servicios para el procesamiento de datos y servi-
cios para mejorar la interfaz. Se ha dotado a la plataforma de unos tests para
comprobar su estructura y correcto funcionamiento en cualquier momento. En
general un ecosistema muy complejo que es capaz de autoevaluarse y lanzarse
a produccio´n en pocos pasos.
CCO2.3: Desarrollar y evaluar sistemas interactivos y de presentacio´n de in-
formacio´n compleja, y su aplicacio´n en la resolucio´n de problemas de disen˜o e
interaccio´n persona-computador. [Bastante]
La cantidad de datos que se muestra en muchas de las pantallas del Racso
es muy amplia, compleja y valiosa. En la mayor´ıa de casos simplemente se
ha recolocado de forma que cupiera el ma´ximo de informacio´n posible en el
lugar donde es ma´s imprescindible. Se han tenido en cuenta diversos taman˜os
de pantalla para que no se perdiera informacio´n en pantallas ma´s pequen˜as
y siempre se pueda disponer de toda la informacio´n fa´cilmente. Se han dado
herramientas para listar o paginar la informacio´n, as´ı como para buscar entre las
grandes cantidades de datos. Se le han puesto facilidades a los administradores
como botones de accio´n ra´pida para copiar, editar o eliminar elementos.
CCO3.1: Implementar co´digo cr´ıtico siguiendo criterios de tiempo de ejecucio´n,
eficiencia y seguridad [Bastante]
La correccio´n de un ejercicio es un proceso en el que intervienen pequen˜as partes
cr´ıticas de identificacio´n para el correcto funcionamiento de la aplicacio´n, sobre
todo para evitar pirateos de la informacio´n. Cada entrega de cada ejercicio es
u´nica para cada usuario.
La seguridad en el momento de un examen se extrema todav´ıa ma´s con com-
probaciones constantes a nivel de IP entre los usuarios.
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7.2. Conclusiones
Estamos muy contentos con el desarrollo del Racso. Se trata de una aplica-
cio´n vital para el funcionamiento de ciertas asignaturas y conseguir desarrollar algo
as´ı de importante es muy valioso para la carrera de cualquier programador. Es un
proyecto con cierta dimensio´n que a simple vista no se ve, pero que por dentro esta´
repleto de pequen˜as cosas que hay que tener en cuenta.
Hemos terminado con el desarrollo que se planteaba en un principio, pero el
Racso es una herramienta que no parara´ de crecer nunca. Siempre se pueden an˜adir
nuevas funcionalidades o mejorar las que ya posee, a nivel de usabilidad, eficiencia
o seguridad. Las posibles tareas a hacer en un proyecto como este son casi infinitas.
Y mientras se desarrolla, el propio programador se da cuenta de eso y a veces le es
complicado saber do´nde parar y do´nde continuar.
7.3. Futuras implementaciones
A continuacio´n listaremos una serie de funcionalidades y caracter´ısticas que
podr´ıan ser implementadas como futuras mejoras para el Racso:
Los alumnos pueden comentar y debatir sobre ejercicios entregados por otros
alumnos.
Aumentar la jerarqu´ıa de tipos de usuarios. Sobre todo para distintos tipos de
administradores.
An˜adir estad´ısticas al panel de administracio´n.
Estad´ısticas de u´ltimas entregas y nota media.
Estad´ısticas de media de entregas por lista. Para cada lista de ejercicios la
media de entregas de cada ejercicio.
An˜adir me´todos para evitar sobrecargas de correccio´n de ejercicios. Levantado
automa´tico de servicios en caso de ser necesario.
Unificar co´digo JavaScript en un framework como Vue.js 1.
1Framework JavaScript.
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Permitir a cualquier usuario an˜adir nuevos ejercicios.
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