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Abstrakt
V tejto práci sa zaoberám popisom základných techník obfuskácie a redukcie veľkosti zdrojových 
kódov  programovacích  jazykov.  Prioritne  je  práca  zameraná  na  skriptovací  jazyk  JavaScript  a 
obsahuje rozbor volne dostupných obfuskačných nástrojov pre tento jazyk. V konečnej fáze vytváram 
aplikáciu,  ktorá  je  založená  na  teoretických  poznatkoch  tejto  práce  a  obfuskuje  zdrojové  kódy 
JavaScriptu na rôznych úrovniach.
Abstract
In this project I deal with basic description of source code obfuscation and size reduction techniques 
of programming languages. The project is primary aimed on scripting language named JavaScript and 
involved analysis  of  free obfuscation tools for  this language. In the final stage I have created an 
application is based on theoretical scope of this project and able to obfuscate JavaScript source codes 
on different levels.
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1 Úvod
Existuje rada programovacích jazykov, ktoré sú označované ako interpretačné. Programy v týchto 
jazykoch sú šírené vo svojej zdrojovej podobe tak, ako ich autor napísal. Znamená to, že ich kód 
obsahuje autorove komentáre, ktoré daný kód vysvetľujú a objasňujú, ale pre samotný beh programu 
sú nepodstatné. Okrem komentárov zdrojový kód obsahuje názvy premenných a funkcií, ktoré autor 
zvolil  podľa svojho uváženia,  aby celkovému programu rozumel,  ale rovnako ako komentáre  ani 
konkrétne použité názvy nie sú pri  samotnej  interpretácii  podstatné.  Tieto veci  spolu s použitým 
formátovaním prispievajú k zbytočnej veľkosti šíreného programu.
Problém  veľkosti  je  pri  týchto  jazykoch  asi  až  na  druhom  mieste,  pretože  ich  nevýhoda 
pramení z toho, že ak sa k zdrojovému kódu programu dostane ďalšia osoba, tak môže jeho kód 
skopírovať  a  pomerne  bez  problémov  upraviť  ľubovolným  spôsobom.  K  úprave  programu  je 
postačujúca znalosť iba samotného jazyka. V porovnaní s jazykmi, kde sa program pred šírením musí 
skompilovať do spustiteľnej formy, si to nevyžaduje žiadne nadštandardné úsilie a tým pádom nie je 
autor chránený pred použitím a úpravou svojho kódu ďalšou osobou.
Cieľom tejto práce je podať základný prehľad o tom, akým spôsobom je možné redukovať 
veľkosť  programov  šírených  v  zdrojovom  kóde,  ale  hlavne  zabrániť  nedovolenej  modifikácii  a 
používaniu, na ktoré nedal autor programu súhlas.
Práca sa v niektorých častiach zaoberá predostrenou problematikou vo všeobecnom meradle, 
ale predovšetkým je zameraná na jazyk JavaScript (kapitola 2). Zameranie predovšetkým upriamené 
na  syntax  jazyka.  Sémantika  je  opomenutá,  pretože  nie  je  účelom  čitateľa  tento  jazyk  naučiť 
používať. Nachádza sa tu niekoľko jednoduchých programov alebo ich fragmentov, aby bola podstata 
podaná priamočiarou cestou.  Tento jazyk je veľmi  dobrý zástupca spomenutých interpretovaných 
jazykov, pretože jeho použitie na webových stránkach je obrovské. Ako jediný skriptovací jazyk je 
podporovaný všetkými internetovými prehliadačmi a v dnešnej dobe neexistuje webová stránka, ktorá 
chce pritiahnuť širokú verejnosť a nepoužívala by programy v jazyku JavaScript alebo technológiu 
AJAX. 
Ďalšia  kapitola  číslo  3  definuje  pojem obfuskácia.  Veľmi  dôležitou  časťou  je  rozprava  o 
formálnom  systéme  pomenovanom  λ-kalkul,  ktorý  je  pri  obfuskácii  používaný.  V  jej  závere  je 
analýza a porovnanie existujúcich obfuskačných nástrojov a porovnanie ich kladných a záporných 
stránok. Isté otestovanie už vytvorených nástrojov bolo inšpiráciou pre programovú časť tejto práce.
V poradí  štvrtá  kapitola  nadväzuje na všetky teoretické poznatky a  z praktického hľadiska 
detailne analyzuje všetky prekážky, s ktorými je potrebné sa vysporiadať pri implementácii nového 
obfuskátoru. Vysvetlenie rôznych situácií je podané formou schém a diagramov. Samotnú aplikáciu 
je možné nájsť na disku, ktorý je súčasťou tejto práce. Na základe poznatkov z tejto kapitoly,  je 
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možné vytvorený program upraviť, rozšíriť alebo môže byť využitá ako užitočný zdroj informácii za 
účelom vytvorenie iného obfuskačného nástroja, aj pre iný programovací jazyk.
Pred samotným záverom je kapitola o riešení, ktoré sa podarilo vytvoriť na účelom obfuskácie 
zdrojových kódov v jazyku JavaScript. Je tu úvaha nad prínosom takejto aplikácie. Sú tu opísané 
možnosti a ovládanie samotnej aplikácie. Ak by nejakého čitateľa zaujímal priamo vstup a výstup 
programu tak menšia ukážka sa nachádza na konci tejto práce v prílohe B.
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2 JavaScript
Jedná  sa  o  interpretovaný  programovací  jazyk  [13],  ktorý  umožňuje  využívať  základné  princípy 
objektovo orientovaného návrhu.  Syntax  jazyka  JavaScript  značne pripomína  syntax jazyka  C++, 
Java alebo PHP a je to tiež imperatívny jazyk. Kým sa dostaneme k samotnému jazyku,  tak  sa  v 
stručnosti oboznámime s jeho črtami.
Typovosť jazyka je označovaná pojmom  slabá.  Znamená to, že dátové typy premenných v 
jazyku  síce  existujú,  ale  explicitne  sa  neuvádzajú1,  pretože  jazyk  podporuje  implicitné  typové 
konverzie. Dátové typy sa nevzťahujú k premennej ale k hodnote, ktorú premenná nesie. Tým pádom 
je možné sčítať číselnú hodnotu a textový reťazec bez vyvolania chyby a v prípade, že bude možné 
reťazec previesť na číselnú hodnotu, tak výsledkom bude nová číselná hodnota. Slabá typovosť so 
sebou prináša aj tú skutočnosť, že tým istým operátorom je možné sčítať čísla, ale aj spojiť reťazce. 
Tento jav sa volá ako polymorfizmus alebo preťaženie (anglicky overloading). Výhoda je v komforte 
programovania, ktorý to so sebou prináša, ale nevýhoda plynie z nárokov na konštrukciu prekladača 
alebo  interpretu  takého  jazyka  a  z  toho,  že  niektoré  chyby  sú  odhalené  až  za  behu  programu. 
Flexibilita  a  jednoduchosť je v  protipóle  s  presnosťou vyjadrovania.  Pri  niektorých jazykoch2 sú 
vedené polemiky či je jeho typovosť slabá alebo silná. Preto by sa malo uviesť do akej miery je 
typovosť slabá alebo silná, ale pri JavaScripte je typovosť jednoznačne slabá.
JavaScript disponuje prostriedkami  pre objektový návrh, dokonca s ním môžeme pracovať ako 
s  čisto  objektovo-orientovaným jazykom.  Jazyk  umožňuje  aj  prístup  k  algoritmizácii  na  základe 
funkcií, ale nakladá s nimi ako s objektami, teda funkcie majú svoje atribúty rovnako ako objekty. 
Celé je to obohatené tým, že medzi definíciou funkcie a definíciou metódy objektu nie je žiadny 
rozdiel. Jazyk využíva u objektov prototypovú dedičnosť, ktorá bude opísaná v kapitole 2.3.8. Ak sa 
vrátime opäť k typovosti jazyka, tak v spojení s objektami ju nazývame ako duck (týmto anglickým 
názvom je naozaj myslené slovo „kačka“).  Sortiment metód, ktorým disponuje daný objekt, nie je 
určený príslušnosťou k jeho triede, ale priamo zdrojovým kódom. Teda ak voláme metódu objektu, 
tak je ťažiskové, či metódu má k dispozícii konkrétna inštancia objektu. Rovnako táto situácia môže 
viesť k chybe za behu programu, keď bude odhalené, že objekt volanú metódu nemá definovanú.
Ďalej  je  JavaScript  označovaný  ako  dynamický.  Na  túto  vlastnosť  je  možné  nazerať  z 
viacerých  uhlov  pohľadu.  Dynamicky  sa  správajú  premenné,  pretože  tá  istá  premenná  môže 
ľubovoľne meniť svoj typ počas behu programu. Počas vykonávania programu je možné inštanciám 
objektov definovať nové metódy alebo naopak existujúce odobrať.  Za dynamickú vlasnosť je možné 
1 môže byť slabo typový jazyk, kde sa typy uvádzajú (dovoľuje to napríklad PHP)
2 jazyk C
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považovať  aj  to,  že  JavaScript  je  schopný  interpretovať  príkazy  jazyka  (funkcia  eval3)  zadané 
formou textového reťazca. Je to ďalší z dôvodov prečo je jazyk interpretovaný a nekompiluje sa.
Zo  zvyšných  charakteristík  jazyka  nebolo  spomenuté,  že  má  natívnu  podporu  regulárnych 
výrazov. Podporuje funkcie s variabilným počtom argumentov. Funkcie sa môžu do seba zanorovať. 
V zdrojovom kóde JavaScriptu je možné zapisovať literály zložených dátových typov za základe 
formátu JSON [3]. Záverečným zaujímavým faktom je to, že jazyk sám o sebe nedisponuje žiadnou 
možnosťou,  ktorá  by  dovoľovala  dekomponovať  riešenie  aplikácie  na  moduly  alebo  knižnice. 
Spolieha sa pri tom na prostredie, kde beží, že zabezpečí podobnú funkčnosť.
2.1 Jazyk všeobecného využitia
Medzi  mylnú  informáciu  patrí  aj  to,  že  JavaScript  je  možné  použiť  len  v  prostredí  webového 
prehliadača.  Aj keď je takmer vždy JavaScript spätý s prehliadačom, bol navrhnutý ako všeobecný 
skriptovací jazyk, ktorý je možné zabudovať do ľubovolnej aplikácie, kde sa možnosť skriptovania 
bude hodiť.
Určite si viacero ľudí myslí, že jazyky Java [12] a JavaScript majú niečo spoločné, prípadne, že 
JavaScript je zjednodušenou verziou jazyka Java. Popravde sú tieto jazyky veľmi vzdialené. Java bola 
vyvinutá  spoločnosťou Sun  Microsystems  [16].  JavaScript  bol  vyvinutý  v  dnes  už  neexistujúcej 
spoločnosti Netscape Communications [15] programátorom Brendanom Eichom [10]. Pôvodný názov 
pre tento jazyk mal byť Mocha, ktorý bol neskoršie zmenený na LiveScript. Konečné premenovanie 
na podobu JavaScript je možné chápať ako marketingovú záležitosť.
V internetových prehliadačoch spracovanie JavaScript programov funguje takým spôsobom, že 
majú  v  sebe  program  nazvaný  ako  JavaScript  engine,  a  ten  dokáže  zdrojové  kódy  JavaScriptu 
interpretovať. Niektoré enginy sú dostupné vo forme open source. Absolútne prvý JavaScript engine 
nesie  názov  SpiderMonkey.  Je  napísaný  v  programovacom  jazyku  C.  Existujú  viaceré  ďalšie 
implementované aj v iných programovacích jazykoch.
JavaScipt bol štandardizovaný [5] a jazyk v tomto štandarde je označovaný ako ECMAScript. 
Nedávno vyšla nová verzia4 štandardu. Hoci v minulosti bol problém s kompatibilitou jednotlivých 
enginov, čo malo za následok, že ten istý zdrojový kód mohol každý interpretovať rôzne. Do istej 
miery je to logické, keďže najprv bol vytvorený samotný jazyk a až neskôr vyšiel štandard. Postupne 
sa  však  všetko  vyvíjalo  a  v  dnešnej  dobe  by  mali  najnovšie  verzie  internetových  prehliadačov 
podporovať štandard ECMAScript a z tejto špecifikácie je možné vychádzať.
Enginy rozšírených internetových prehliadačov sú v tabuľke 2.1 a celkový počet  aplikácií, 
ktoré dokážu interpretovať JavaScript sa dá počítať na desiatky. Typ označený ako layout engine bol 
3 bežne obsiahnutá aj v ďalších skriptovacích jazykoch ako PHP, Python alebo Windows PowerShell
4 verzia 5, december 2009
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vyvinutý priamo pre použitie v internetovom prehliadači. Okrem spracovania JavaScriptu podporuje 
aj ďalšie jazyky široko rozšírené v oblasti webových technológií.
engine programovací jazyk typ
KHTML C++ layout engine
V8 C++ JavaScript engine
Gecko C++ layout engine
SpiderMonkey C JavaScript engine
Rhino Java JavaScript engine
Tabuľka 2.1: niektoré JavaScript enginy
Vhodné  bude  spomenúť  niekoľko  ďalších  oblastí,  kde  sa  JavaScript  využíva,  aby  bolo 
dokázané, že to je to plnohodnotný jazyk všeobecného využitia. 
ActionScript –  Programovací  jazyk,  ktorý  používa  technológia  Adobe  Flash je  obyčajnou 
implementáciou ECMAScriptu.
Microsoft  Gadgets –  Jednoduché  aplikácie  bežiace  na  pracovnej  ploche  sú  implementované 
pomocou  JavaScriptu  a  rovnaký  systém  používa  aj  Google  Desktop  Gadgets alebo 
Yahoo! Widgets.
Adobe Acrobat Reader – Prehliadač súborov formátu pdf tiež podporuje JavaScript.
Java – Programovací jazyk obsahuje balíček javax.script, ktorý zahŕňa podporu jazyka JavaScript. 
Balíček je založený na spomenutom engine Rhino, ale analógiu ponúka aj modul QtScript pre 
jazyk C++.
Philips – Známa spoločnosť v oblasti elektroniky dokonca používa JavaScript v niektorých svojich 
diaľkových ovládačoch.
2.2 Jazyk v prostredí internetového prehliadača
Ak sa  prekladač jazyka  vloží  do internetového prehliadača,  tak výsledkom je  takzvaný  klientský 
JavaScript. Ak sa spomenie JavaScript, tak v drvivej väčšine je myslený práve klientský5 JavaScript, 
ktorý obsahuje jadro (kapitola 2.3) a objekt  Window,  ktorý predstavuje globálny objekt a zároveň 
globálny kontext  vykonávania  pre  kód klientského JavaScriptu.  Názov napovedá,  že  reprezentuje 
okno prehliadača, je hierarchicky štruktúrovaný a obsahuje ďalšie objekty, ktoré umožňujú pracovať s 
rozličnými časťami internetového prehliadača (okna). Nasleduje ich jednoduchý prehľad a keďže sa 
jedná svojim spôsobom o obyčajné objekty, ktoré sú v jazyku zabudované, tak ich detailný popis nie 
je až natoľko podstatný.
5 Tento názov pochádza z čias, keď sa JavaScript používal na webových serveroch spoločnosti Netscape 
(server) a v internetových prehliadačoch (klient).
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window – Poskytuje referenciu sám na seba.
navigator – Z tohto objektu je možné zistiť informácie o prehliadači, v ktorom je dokument 
zobrazený. Ide napríklad o jeho názov, verziu, ale aj o informáciu, či je možné ukladať 
cookies alebo či sú podporované doplnky v jazyku Java.
frames[] – Žiadny objekt Frame (alebo niečo podobné) neexistuje a ide iba o obyčajné pole, 
ktorého prvky sú inštancie objektu typu  Window v prípade, že dokument je tvorený 
HTML rámcami.
location – Jednoduchý objekt, ktorý obsahuje adresu webovej stránky (dokumentu) práve 
zobrazeného v danom okne.
history – Umožňuje nepriamy prístup k histórii navštívených URL adries. Nepriamy prístup 
spočíva v tom, že nie je možné zistiť priamo URL, ale je dovolený iba posun o číselnú 
konštantu vzad respektíve vpred v histórii.
document – Reprezentuje celý HTML dokument spolu s odkazmi, formulármi, obrázkami a 
ďalšími  prvkami,  ktoré  prezentujú  samotný  obsah  webovej  stránky.  Obsahuje 
informáciu o titulku stánky a má spôsoby pre ukladanie a čítanie hodnôt cookies. 
screen – Nesie informácie o rozlíšení obrazovky a o dostupnej farebnej hĺbke.
2.3 Jadro JavaScriptu
Nasledujúce kapitoly pojednávajú o samotnom jadre jazyka, ktoré je vždy rovnaké, či sa jedná už o 
klientský  JavaScript  alebo  ide  o  použitie  jazyka  v  inom  kontexte.  Nasledujúce  podkapitoly 
vychádzajú z literatúry [7] a predpokladá sa, že čitateľ ovláda aspoň zbežne nejaký programovací 
jazyk.
Programy je možné písať v znakovej sade Unicode [17] a je otázkou textového editoru, kde sa 
píše zdrojový kód, či nám zmienené kódovanie dovolí. Pričom staršie verzie6 štandardu ECMAScript 
povoľujú Unicode znaky iba  v komentároch a literáloch reťazcov,  tak tie  novšie  sa  nebránia ich 
výskytu ani na iných miestach programu.
2.3.1 Komentáre
JavaScript používa komentáre v štýle jazyka C++ alebo Java. Existuje riadkový komentár končiaci sa 
znakom nového riadku a blokový komentár umožňujúci písať poznámky aj cez niekoľko riadkov.
6 verzie pred ECMAScript 3
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1. JS kód: Komentáre
// riadkový komentár
/* komentár
   cez viacero
   riadkov */
2.3.2 Literály
Komentáre  nepovažujeme za užitočný kód a teda prvou základnou vecou, na ktorej je vystavaný 
každý  programovací  jazyk,  sú  literály.  Literál  prezentuje  hodnotu  primitívneho  alebo  zloženého 
dátového typu.  Typicky sa literál vyskytuje v fragmentoch zdrojového kódu priradenia, pri  volaní 
funkcie alebo vo výrazoch, teda nie samostatne.
2. JS kód: Literály primitívnych dátových typov (zároveň platný kód)
5               // celočíselný literál (desiatková sústava)
0xff            // celočíselný literál (šestnástková sústava)
6.01e+10        // literál s pohyblivou desatinnou čiarkou
"reťazec"       // reťazcový literál
false           // literál reprezentujúci hodnotu pravdivosti
null            // literál žiadnej hodnoty
undefined       // literál nedefinovanej hodnoty
Posledné dva literály majú práve jednu hodnotu, ktorá je uvedená v príklade. Literál pravdivosti môže 
nadobúdať dve hodnoty (pravda, nepravda), ale zvyšné literály majú hodnôt nekonečne7 veľa.
K literálom zložených dátových typov patria literály objektov, polí a funkcií. Pravdepodobne 
by sa sem mali zaradiť aj literály regulárnych výrazov. O týchto zápisoch je potrebné vedieť, ale pri 
písaní programu sa im dá vyhnúť,  pretože ten istý kód8 je možné zapísať pomocou primitívnych 
dátových typov a ich literálov.
3. JS kód: Literály zložených dátových typov (zároveň platný kód)
[5, "abeceda", true]          // literál poľa
{x: 2, y: 3}                  // literál objektu
function (x) { return x*x; }  // literál funkcie
2.3.3 Identifikátory
Identifikátor označuje názov
• premennej,
• funkcie,
• návestia,
• objektu,
• atribútov objektu.
7 používať nekonečno v súvislosti s počítačmi je veľmi odvážne, ale pohybujeme sa v teoretickej rovine
8 výsledok bude ten istý, ale v interpretácii kódu budú značné rozdiely, ktoré sa nedajú vysvetliť bez 
expertných znalostí jazyka JavaScript
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Pre tvorbu identifikátora platí známe pravidlo z iných programovacích jazykov. Identifikátor sa 
začína  písmenom  alebo  podtržníkom,  za  ktorým  nasleduje  nula  a  viac  písmen,  číslic  alebo 
podtržníkov.
2.3.4 Výrazy a operátory
Výraz je fráza jazyka, ktorú dokáže interpret JavaScriptu vyhodnotiť a získať tým nejakú hodnotu. 
Medzi  najjednoduchšie  výrazy patria  osamotené  literály a  názvy premenných.  Ostatné  výrazy sú 
tvorené podľa pravidiel,  ktoré vzhľadom na ich náročnosť nebudú uvedené.  Zložitejšie výrazy sa 
skladajú z operátorov a operandov, ako to je uvedené v tabuľke pod odstavcom. Prvý stĺpec označuje 
prioritu operátora, ktorú je možné zmeniť pomocou zátvoriek.
P Operátor Typ(y) operandov Význam operácie
15 . objekt, identifikátor prístup k atribútu objektu
[] pole, celé číslo prístup k hodnote poľa na indexe
() funkcia, argumenty volanie funkcie
new objekt volanie konštruktoru objektu
14 ++ číslo inkrementácia
-- číslo dekrementácia
+ číslo unárne plus
- číslo unárne mínus
~ celé číslo bitový komplement
! logická hodnota negácia
delete (objekt,) identifikátor zrušenie atribútu 
typeof rôzne zistenie dátového typu
void rôzne vrátenie nedefinovanej hodnoty
13 *, /, % číslo, číslo násobenie, delenie, zvyšok
12 +, - číslo, číslo súčet, rozdiel
+ reťazec, reťazec spojenie reťazcov
11 << celé číslo, celé číslo bitový posun vľavo
>> celé číslo, celé číslo bitový posun vpravo s doplnením znamienka
>>> celé číslo, celé číslo bitový posun vpravo s doplnením nuly
10 <, <= čísla alebo reťazce menší ako, menší alebo rovný ako
>, >= čísla alebo reťazce väčší ako, väčší alebo rovný ako
instanceof identifikátor, objekt kontrola typu objektu
in reťazec, identifikátor Kontrola existencie vlastnosti
9 == rôzne test rovnosti
10
!= rôzne test nerovnosti
=== rôzne test identity
!== rôzne test neidentity
8 & celé číslo, celé číslo bitové AND
7 ^ celé číslo, celé číslo bitové XOR
6 | celé číslo, celé číslo bitové OR
5 && log. hodnota, log. hodnota logické AND
4 || log. hodnota, log. hodnota logické OR
3 ?: log. hodnota, rôzne, rôzne podmienený operátor
2 = identifikátor, rôzne priradenie
*=, /=, %=, 
+=, -=, 
<<=, >>=, 
>>>=,
&=, ^=, |=
identifikátor, rôzne priradenie s operáciou
1 , rôzne viacnásobné vyhodnotenie 
Tabuľka 2.2: operátory jazyka JavaScript a ich význam
2.3.5 Prehľad príkazov
Každým príkazom sa  zaoberať  nebudeme,  pretože  to  nie  je  účelom tejto  práce  a  uvedieme  iba 
prehľadovú tabuľku 2.3 zoradenú abecedne.  Nasledujúca kapitola je venovaná definícii  a  volaniu 
funkcie, pretože to je jedna z dôležitých aspektov tejto práce. Príkazy v jazyku majú rovnakú syntax a 
aj sémantiku ako jazyky C++ alebo Java. Odlišnosti sa nájdu len v niektorých príkazoch. Na mieste, 
kde je  v  tabuľke uvedený  príkaz je  vždy možné  použiť  blok príkazov uzatvorený v zložených 
zátvorkách. 
Príkaz Syntax Sémantika
break break;
break návestie;
ukončuje prevádzanie najvnútornejšieho 
cyklu alebo príkaz switch alebo príkaz s 
menom  návestie 
case case výraz: návestie v príkaze switch
continue continue;
continue návestie;
opakované spustenie prevádzania 
najvnútornejšieho cyklu alebo  príkazu s 
menom  návestie
default default: návestie predvoleného príkazu vo switch
do/while do
  príkaz
cyklus
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while (výraz);
prázdny príkaz ; bez sémantiky
for for (inicializácia; test;
             inkrementácia)
  príkaz
cyklus
for/in for (premenná in objekt)
  príkaz
prechádza vlastnosťami objektu
function function identifikátor
([arg1, ...argn])  {
  príkazy
}
definícia funkcie
if/else if (výraz)
  príkaz
else príkaz
podmienené vykonanie kódu
návestie identifikátor: príkaz dáva príkazu názov  identifikátor
return return [výraz]; vracia hodnotu (nedefinovanú) z funkcie
switch switch (výraz)  {
  príkazy
}
viacnásobné vetvenie na príkazy case, 
default
throw throw výraz; vyvolá výnimku
try try
  príkaz
catch (identifikátor)
  príkaz
finally
  príkaz
zachytáva výnimku
var var premenná_1 [= hodnota_1]
[... premenná_n = hodnota_n];
deklarácia, inicializácia premennej
while while (výraz)
  príkaz
cyklus
with with (objekt)
  príkaz
mení obor platnosti
Tabuľka 2.3: syntax a sémantika príkazov jazyka JavaScript
2.3.6 Funkcie
Funkcie  zohrávajú  dôležitú  rolu  popísanú  v  nasledujúcej  kapitole,  definujú  rozsah  platnosti 
premenných.  Najviac zaujímavá na funkciách je možnosť pracovať s definovanou funkciou ako s 
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akýmkoľvek iným dátovým typom9. Okrem programátorom definovaných funkcií JavaScript ponúka 
niekoľko vstavaných funkcií a tie iba klasickým spôsobom voláme.
Definícia funkcie (kód 4) začína kľúčovým slovom function, za ktorým nasleduje jej názov a 
zátvorky, kde je voliteľne uvedený zoznam parametrov. Nasleduje telo funkcie, čo je jediné platné 
miesto, kde sa môže vyskytnúť príkaz return. Volanie funkcie syntakticky vyzerá tak, že sa uvedie 
jej meno spolu s operátorom volania a hodnotami, ktoré sa použijú ako argumenty.
4. JS kód: Definícia funkcie
// funkcia vypočíta vzdialenosť dvoch bodov v rovine
function distance(x1, y1, x2, y2)
{
  var dx = x2 – x1;
  var dy = y2 – y1;
  return Math.sqrt(dx*dx + dy*dy);    // vstavaný objekt
}  // funkcia bola definovaná
// definovanú funkciu môžeme volať takto:
distance(3,1,4,1);
Programátor si musí sám ustrážiť s hodnotami akého dátové typu funkciu zavolá, aby dostal 
očakávaný výsledok, keďže implicitná kontrola sa nevykonáva a ani pre ňu nie sú definované žiadne 
pravidlá.  Funkcia  nemôže  byť  definovaná  ako  príkaz  v  inom  príkaze.  Ani  by  nemalo  význam 
definovať funkciu vo vnútri  cyklu. Funkcie sa do seba môžu zanorovať, teda je možné definovať 
funkciu  vo  vnútri  definície  inej  funkcie,  ale  nikdy nie  ako  súčasť  príkazu.  Je  možné  definovať 
vnorené, rekurzívne funkcie, volajúce samé seba.
Spôsob definovania funkcie ako to bolo v príklade 4 je známy a zaužívaný.  Existujú však 
ďalšie dva spôsoby,  ktorými docielime rovnakú vec. Jedným so spôsobov je použitie objektového 
prístupu,  ktorým  sa  zaoberá  ďalšia  kapitola  2.3.9.  Funkcia  je  vytvorená  pomocou  konštruktoru 
Function() a premenného počtu argumentov vo forme reťazca.  Posledným argumentom je telo 
funkcie. Predchádzajúce agrumenty predstavujú argumenty vytváranej funkcie a teda logicky funkcia 
bez argumentu bude mať len telo. Zaujímavé na tom je to, že príkazy JavaScriptu sú napísané ako 
textový reťazec. V porovnaní s klasickou definíciou budú obe funkcie na rovnaké vstupy odpovedať 
rovnakými výstupmi. Z hľadiska interpretácie kódu bude definícia cez konštruktor pomalšia. Tretia 
možnosť už bola náznakom spomenutá v príklade 3 a je ňou literál funkcie. Konštruktor a literál 
funkcie majú význam, ak je potrebné na rozdiel od klasickej definície využiť definíciu ako výraz 
alebo časť výrazu. Ak to okolnosti nevyžadujú, tak je odporúčané používať literál funkcie. Posledné 
dva spôsoby vytvárajú funkciu bez mena.  Netreba sa nechať pomýliť menom premennej,  pretože 
funkcia sama o sebe naozaj žiadne meno nemá. Iný termín pre také funkcie je  anonymná funkcia 
alebo lambda funkcia.
9 analógia ukazovateľa na funkciu v programovacom jazyku C
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5. JS kód: Alternatívne spôsoby definovania funkcie
var c = new Function("x1", "y1", "x2", "y2",
"var dx = x2–x1; var dy = y2–y1; return Math.sqrt(dx*dx+dy*dy);");
var l = function(x1, y1, x2, y2) { var dx = x2–x1; var dy = y2–y1;
                                                                              return Math.sqrt(dx*dx+dy*dy);}
2.3.7 Obor platnosti premennej
Túto kapitolu pokladám za ťažiskovú z hľadiska cele práce.  Najskôr uvedieme ako sa premenná 
definuje pomocou kľúčového slova var.
6. JS kód: Definícia premennej, vynechanie slova var
var i, size = 5;   // definícia dvoch premenných 
                   // a zároveň inicializácia druhej na hodnotu 5
number = 2;        // inicializácia
Na  deklarácii  nie je nič nezvyklé,  typy premenných sa neuvádzajú.  Často sa v literatúre píše,  že 
kľúčové  slovo  var je  možné  vynechať  ako je  to  na  poslednom riadku kódu v príklade  číslo  6, 
predpokladá sa, že premenná s názvom number nebola definovaná ani na inom mieste vyššie v kóde. 
V tom prípade sa definuje premenná implicitne, ale slovo var je „dobré“ používať.  Z akého dôvodu 
by to malo byť „dobré“ alebo „zlé“ sa už neuvádza. 
Ak sa vynechá slovo var, tak nastávajú dva zásadné rozdiely v celkovom chovaní. Prvým z 
nich je, že na takto implicitne definovanú premennú je možné použiť operátor delete. Druhý rozdiel 
je  v tom,  že  takto definovaná premenná  má globálny rozsah platnosti  bez ohľadu na to,  či  bolo 
definovaná  vo  funkcii  alebo  nie.  Z  teoretického hľadiska  by niekto  mohol  napísať  zámerne  dve 
funkcie, kde v prvej sa inicializujú a zároveň implicitne definujú premenné, ktoré sa následne budú 
používať v druhej funkcii.
Obor platnosti premennej v bloku neexistuje, ako to je napríklad v programovacom jazyku C. 
V JavaScripte existuje globálny obor platnosti premennej a potom obor platnosti vo funkcii, pričom 
každá funkcia má svoj vlastný obor platnosti. Funkcie sa môžu do seba zanorovať a tak je možné 
vytvoriť  kaskádu oborov,  ktorá  sa  začína  v  najzanorenejšej  funkcii.  Z  toho  vyplýva  nasledujúce 
pravidlo: Ak sa nachádzame vo funkcii a interpret jazyka narazí na premennú, tak ju (jej  definíciu) 
hľadá najprv vo funkcii  (na ľubovolnom mieste).  Pri neúspechu prehľadáva obor platnosti o úroveň 
vyššie. Ak premenná nie je definovaná ani v globálnom obore, tak ju definuje explicitne. Toto je 
ilustrované na zdrojovom kóde číslo 7. Funkcia alert() slúži pre výpis hodnoty. Programátorom v 
jazyku C sa toto správanie bude zdať priam nelogické.
7. JS kód: Obor platnosti premennej
var global = "global";
function scope()          // !!! premenná "global" je definovaná,
{                         // nevadí, že až na konci funkcie !!!
  alert(global);          // výpis: nedefinovaná
  global = "local";       // priradenie hodnoty
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  alert(global);          // výpis: "local"
  var global;             // definícia
}
scope();            // zavolanie funcie
alert(global);      // výpis: "global"
// výstup scriptu: -nedefinovaná hodnota- | local | global
2.3.8 Objekty
Táto kapitola sa stručne zaoberá objektovým prístupom programovania v tomto jazyku. JavaScript je 
jeden z mála programovacích jazykov, kde svoju objektovú prezentáciu majú aj primitívne dátové 
typy a ku všetkému je možné pristupovať ako k objektu.
Objekty sú zloženým dátovým typom.  Znamená  to,  že  objekt  je  neusporiadanou kolekciou 
hodnôt,  kde  každá  môže  byť  ľubovoľného  primitívneho  alebo  zloženého  dátového  typu.  Každá 
hodnota má svoj názov, inak povedané vlastnosť, pomocou ktorej sa k hodnote objektu pristupuje.
Okrem  vlastností majú  objekty  metódy,  čo  je  klasická  funkcia  jazyka.  Pomocou  vlastnosti 
objektu sa pristupuje k hodnote a pomocou metódy sa vykoná kód funkcie, ktorý môže vrátiť nejakú 
hodnotu, alebo vykonať zmeny nad vlastnosťami objektu, ktorého metóda bola použitá. Tu sa však 
dostávame  na  veľmi  tenký  ľad,  pretože  nie  je  možné  syntaxov  jazyka  rozlíšiť  funkciu  od  inej 
hodnoty.  Dynamika  jazyka  dokonca nemá problém s tým ak bude pod nejakým názvom uložená 
metóda objektu a počas vykonávania programu sa metóda zmení na primitívnu hodnotu.
Definícia objektu sa na prvý pohľad neodlišuje od definície funkcie. Rozdiel je viditeľný až po 
bližšom preštudovaní  zdrojového kódu v príklade 8.  Odlišnosť je  v tele funkcie,  kde sa  používa 
kľúčové slovo  this, pomocou ktorého je umožnený prístup k atribútom  name,  grade,  title a 
jednej  metóde  setTitle() triedy  student.  Vytvorenie  objektu  triedy  student je  totožné  s 
volaním funkcie, pred ktorým je uvedené kľúčové slovo new.
8. JS kód: Objektový prístup
function student(name, grade)  {  /* definícia objektu */
  this.name = name;
  this.grade = grade;
  this.title = "Bc.";
  this.setTitle = function (title) { this.title = title };
}
// vytvorenie (konštrukcia) objektu:
var s = new student("Matej", "A");
// prístup k vlastnostiam objektu:
alert('Hodnoty vlastností: name = ' + s.name + ', grade = ' + 
s.grade);
// volanie metódy s overením:
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s.setTitle("Ing.");
alert(s.name + ' získal titul ' + s.title);
S  objektovým  prístupom  súvisí  aj  dedičnosť.  Vo  všeobecnosti  je  dedičnosť  vzťah  dvoch 
objektov,  v  ktorom je  jedna  trieda  všeobecná  (super-class)  a  druhá  je  špecifickejšia  (sub-class). 
Špecifická trieda dedí vlastnosti a metódy od všeobecnej triedy a spravidla definuje nové vlastnosti a 
metódy.  Špecifická trieda je schopná vykonať všetky akcie ako trieda všeobecná. Tento princíp je 
označovaný ako jednoduchá dedičnosť. Existuje prípad viacnásobnej dedičnosti, kde špecifická trieda 
dedí od viacerých tried. JavaScript dedičnosť umožňuje, ale nie najvhodnejším spôsobom. Prístup v 
príkladoch 9  a  10  je  jednoduchá dedičnosť,  ktorá  sa  opiera  o  dynamický  charakter  jazyka.  Dva 
príklady sú použité, aby bolo zdôraznené, že JavaScript nedisponuje žiadnou špecifickou syntaxou. 
Veľmi  podobne je  možné  dosiahnuť viacnásobnú dedičnosť,  kedy objekt  bude dediť  vlastnosti  a 
metódy od viacerých objektov. V príkladoch uvedený postup nie je pre JavaScript typický, ale bol 
spomenutý  z  toho  dôvodu,  že  je  typický  pre  iné  objektovo  orientované  jazyky,  ktoré  umožňujú 
vytvárať  hierarchiu  veľkého  počtu  tried,  medzi  ktorými  je  nejaký  vzťah  nadradenosti.  Rovnakú 
situáciu demonštrujú použité zdrojové kódy.
9. JS kód: Dedičnosť – prístup č. 1
function Base()                   /* super-class */
{
  this.info = function() { return 'Base class method'; };
  this.id = function() { return 'Base'; };  
}
function Specific()              /* sub-class */
{
  this._inheritage = Base;
  this._inheritage();
  this.id = function() { return 'Specific'; };
}
// vytvorenie objektov:
b = new Base();
s = new Specific();
// kontrola zdedených metód:
alert('ID: ' + b.id() + '... ' + b.info());
alert('ID: ' + s.id() + '... ' + s.info());
10. JS kód: Dedičnosť – prístup č. 2
function Specific2()            /* sub-class */
{
  this.info = (new Base).info;
  this.id = function() { return 'Specific 2'; };
}
// vytvorenie objektu a kontrola:
s2 = new Specific2();
alert('ID: ' + s2.id() + '... ' + s2.info());
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Dedičnosť  v  JavaScripte  je  označovaná  ako  protypová.  Rozdiel  je  v  tom,  že  neumožňuje 
hierarchiu  viacerých  tried10 a  vo  vzťahu  sú  iba  dve  triedy.  Dedičnosť  sa  opiera  o  vlastnosť 
prototype,  ktorú má  každý objekt.  Táto vlastnosť reprezentuje  prototyp  vytvoreného objektu a 
každý objekt dedí od svojho prototypu. Ak sa vlasnosť nepoužije, tak je prototyp prázdny bez metód 
a iných vlastností a nový objekt nemá čo zdediť. V prípade, že v prototype definujeme metódy a 
vlastnosti, tak ich bude mať aj vytvorený objekt. Je tu silno cítiť systém jednoduchej dedičnosti a 
vzťahu výhradne medzi  objektom a prototypom.  V porovnaním s predchádzajúcimi technikami  je 
dôležitý  rozdiel,  ktorý  sa  odzrkadľuje  na  spôsobe  využitia  operačnej  pamäti.  Objekty  triedy 
Specific dedili metódu info od svojej nadtriedy. Ak by sme vytvorili ľubovoľný počet inštancií 
tejto  triedy,  tak  v  operačnej  pamäti  by  existoval  odpovedajúci  počet  úplne  rovnakých  metód. 
Prototypová dedičnosť sa tomuto vyvaruje, pretože aj pri veľkom počte inštancií exituje iba jedna 
metóda  uložená  v  prototype  objektu.  JavaScript  disponuje  istým  počtom  vstavaných  objektov. 
Využitím prototypu týchto objektov je možné dosiahnuť dedičnosť aj v tomto prípade, ktorá by inak 
nebola  možná.  Ak  objekt  najprv  vytvoríme  a  následne  upravíme  jeho  prototyp,  tak  vlastnosti 
definované v prototype je možné používať, ale toto chovanie je spojené s typovosťou popísanou v 
úvode  druhej  kapitoly.  Ukážka  prototypovej  dedičnosti  je  v  schéme  2.1,  kde  trieda  Cone je 
abstrakciou  rotačného  kužeľa.  Prototypu  triedy  Cone priradíme  konštantu  π  (Ludolfovo  číslo) a 
metódu area() na výpočet obsahu kruhu, ktorá môže byť užitočná pri ďalších výpočtoch. Vytvorené 
inštancie budú mať svoju výšku h a polomer r.
Obrázok 2.1: prototypová dedičnosť
10 je možné docieliť aj hierarchiu niekoľkých tried cez systém prototypovej dedičnosti, ale jedná sa skôr o 
programátorský „trik“
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prototyp objektu
Nesie atribúty a metódy ,  
ktoré môžu byť v triedach 
v prípade potreby 
predefinované.
inštancie objektov
Objekt C3 má definovanú presnejšiu hodnotu konštanty pi.
11. JS kód: Práca s prototypom objektu
Cone.protype.pi = 3.14;
Cone.protype.area = function(r) {return this.pi * r * r; }
2.3.9 Polia
Pole predstavuje zložený dátový typ a svojim spôsobom sa jedná o objekt jazyka11 ako každý iný. 
Pole pozostáva z prvkov alebo inak povedané elementov. Polia nie sú asociatívne a ku prvku poľa sa 
pristupuje pomocou nezápornej celočíselnej  hodnoty označovanej ako index poľa. Prvý index má 
hodnotu 0 rovnako ako v jazyku C++.
Rozdielnosť polí  od iných objektov JavaScriptu je  v  tom,  že  jazyk  poskytuje  operátor  pre 
čítanie a zápis hodnoty  poľa na zvolenom indexe. Keďže JavaScript je jazyk netypový, tak prvky 
poľa  môžu  byť  súčasne  ľubovoľných  dátových  typov,  a  tak  je  možné  jednoducho  vytvárať 
viacrozmerné polia.
12. JS kód: Práca s poľom
// vytvorenie poľa pomocou operátora new a konštruktoru objektu:
var a1 = new Array();
var a2 = new Array(100);
var a3 = new Array(1, 1, 2, 3, 5);
// vytvorenie poľa pomocou literálu:
var a4 = [1, 1, 2, 3, 5];
V kóde 12 predstavuje premenná a1 prázdne pole (nulový počet prvkov). Premenná a2 vytvára 
pole, ktoré obsahuje 100 prvkov, ale ich hodnoty nie sú definované. Takéto pole sa nazýva riedke 
(anglicky  sparse), pretože nie je nutné hodnoty jeho prvkov definovať, prípadne programátorovi je 
dovolené definovať iba niektoré prvky.  Premenné a3 a a4 vytvárajú identické polia o dĺžke 5 prvkov.
Kód  13  demonštruje  použite  operátora  [] na  čítanie  a  zápis  prvkov  poľa.  V  úvode  tejto 
kapitoly bolo spomenuté, že pole je vlastne objekt. Z toho plynie, že pole má niekoľko metód pre 
prácu s jeho prvkami alebo so sebou ako celkom. Konkrétna syntax a sémantika metód nie je v tejto 
práci dôležitá, pretože ide len o volanie metódy rovnakým spôsobom ako v príklade 8.
13. JS kód: Indexovanie prvkov poľa
value = a3[0];    // prístup k prvku na indexe 0
a2[2] = "text";   // zápis na index 2
a2[4] = 5;        // zápis na index 4
2.3.10 Objekty po druhýkrát
Bolo  spomenuté,  že  JavaScript  umožňuje  čisto  objektový  prístup.  Kapitola  2.3.8  zaoberajúca  sa 
objektami opisovala, že je zložité rozlíšiť medzi metódou a atribútom objektu. Určite si niektorí budú 
klásť otázku, ako môže byť toto tvrdenie pravdivé, keď v ukážkových kódoch sú použité primintívne 
dátové typy a ich literály a existuje operátor typeof, ktorý vráti typ hodnoty. Čisto objektový prístup 
11 operátor typeof vráti reťazec "object"
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je možný na základe dvoch súvislostí. V prvom rade každý primitívny dátový typ má v JavaScripte 
svoju  objektovú obálku  (kód 14).  A  po  druhé  vďaka  dynamickej  črte  jazyka  existujú  implicitné 
typové konverzie ľubovoľného dátového typu na objekt. Demonštruje to príklad 15, kde je volaná 
metóda priamo na celočíselný literál, takže musí nastať typová konverzia na objekt. Jediné čo sa nedá 
konvertovať na objekt sú špeciálne hodnoty null a undefined, ale podľa môjho názoru, nemôžeme 
tvrdiť, že tieto takzvané hodnoty prislúchajú nejakému dátovému typu.
Jadro  JavaScriptu  disponuje  existujúcimi  triedami  Boolean (logická  hodnota),  Number 
(akákoľvek číselná hodnota)  a  String (textový reťazec).  Môžeme  ich  bez  obmedzení  využívať, 
pretože sú v jazyku vstavané (anglicky  build-in).  Výnimočne sa stretneme s konštrukciou takého 
objektu  vďaka  existencii  literálov.  Častejšia  bude  práca  s  ďalšími  vstavanými  triedami:  Array 
(kapitola 2.3.9),  Date (práca s dátumom a časom),  Function (objektová reprezentácia funkcie), 
Math (sada  matematických  funkcií,  konštánt  a  operácií),  Object (základ  všetkých  objektov)  a 
RegExp (práca s regulárnymi výrazmi). 
Výnimočné postavanie má trieda Object. Metódy tejto triedy môžu používať všetky ostatné 
objekty či už vstavané alebo užívateľom definované. Inak povedané všetky triedy okrem toho, že 
dedia od svojho prototypu, tak dedia aj od triedy Object. Je to jediná odchýlka vzhľadom k tomu, čo 
bolo v minulých kapitolách opisované. Nemožno zabudnúť, že aj trieda  Object má svoj prototyp 
(obrázok 4.14), od ktorého dedí.
14. JS kód: Primitívny dátový typ a jeho objektová obálka
var n = 5;
var o = new Number(5);
alert(typeof n);  // výsledok: number
alert(typeof o);  // výsledok: object
15. JS kód: Implicitná konverzia na objekt
alert((14).toString());
// poznámka:
// Číslo 14 je v zátvorke iba z toho dôvodu, že ak by bol
// fragment kódu v tvare "14.toString()", tak by to bol v tomto 
// prípade znak "." interpretovaný ako desatinná bodka a to by 
// viedlo k syntaktickej chybe.
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3 Obfuskácia
Predovšetkým  je  potrebné  vymedziť  pojem  obfuskovaný  kód.  Toto  označenie  sa  používa  pre 
zdrojový kód programu, ktorý je zámerne napísaný tak, aby mu bolo obtiažne porozumieť a nebolo 
zrejmé,  čo  vykonáva.  Namiesto  slova  obfuskovaný  je  možné  používať  synonymické  varianty, 
ktorými sú znečitateľnený kód alebo zatemnený kód. Obdobne program, ktorý je schopný automaticky 
previesť  zdrojový  kód  programu  na  upravený  zdrojový  kód,  ktorý  je  nejakým spôsobom horšie 
čitateľný, sa nazýva obfuskátor. Táto kapitola pojednáva o základných technikách, ktoré sa používajú 
pri transformácii zdrojového kódu na jeho ekvivalentnú, pre človeka menej čitateľnú variantu.
Pred konkrétnymi technikami stojí za zmienku niekoľko dôvodov, kde táto technika nachádza 
uplatnenie:
• zábava,
• bezpečnosť,
• ochrana duševného vlastníctva,
• redukcia veľkosti.
V zatemňovaní zdrojových kódov sa konajú rôzne súťaže [9] a môže sa do nich zapojiť každý. 
Je to istá forma zábavy spojená s logickým myslením. Druhý uvedený bod je mierne sporný. V istom 
zmysle sa môže autor nejakého programu domnievať, že použitím obfuskácie zabráni neoprávnenému 
použitiu alebo krádeži zdrojového kódu alebo s pričinením istých obfuskačných techník sťaží metódy 
reverzného inžinierstva, tak celé sa to nesie v duchu anglického hesla security by obscurity. Znamená 
to, že autor sa snaží udržať bezpečnosť niečoho tým, že to drží v tajnosti.
Hlavný prínos z praktického hľadiska má obfuskácia v rámci ochrany duševného vlastníctva 
kódov, ktoré sa musia šíriť v len v pôvodne napísanej forme. Do tejto skupiny partia predovšetkým 
rôzne  skriptovacie  jazyky.  S  týmto  bodom súvisí  aj  posledná  časť,  ktorou  je  redukcia  veľkosti 
zdrojového kódu. V celom rade prípadov je prínosné, ak má zdrojový kód čím menšiu veľkosť a to 
obfuskovaný kód  spravidla spĺňa.
3.1 Techniky obfuskácie
Použitie preprocesoru
V jazykoch, ktoré majú prepocesor12 je možné definovať literály jazyka, ktoré sa neskôr preložia na 
iné literály, výrazy, príkazy alebo bloky príkazov. Použitie tejto techniky nie je za účelom obfuskácie 
veľmi prínosné, pretože ide o obyčajné nahradenie jednej hodnoty inou na báze spracovania textu.
12 JavaScript nepoužíva preprocesor
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Odstránenie komentárov a formátovacích znakov
K redukcii veľkosti výsledného kódu prispeje odstránenie komentárov, ktoré autor použil pre svoju 
potrebu v čase písania kódu. Okrem komentárov je možné odstrániť takzvané biele znaky13, ktoré sú 
použité pri formátovaní a do tejto skupiny patrí napríklad odriadkovanie, tabelátory alebo nepotrebné 
medzery.
Iterácia a rekurzia
Každý cyklus v programe alebo inak povedané iteráciu je možné nahradiť rekurziou a opačne. V 
niektorých prípadoch je viac čitateľná rekurzia a inokedy opačne. Zvyčajne sa používa prevod cyklu 
na rekurziu hlavne tam, kde by sa také riešenie neočakávalo. Táto technika musí byť používaná s 
rozvahou, pretože prepísanie časti kódu môže byť jednak náročné,  dokonca v istých prípadoch to 
môže program aj spomaliť.
Premenovanie identifikátorov
Medzi identifikátory radíme názvy premenných,  mená funkcií,  mená tried spolu s ich atribútmi  a 
metódami a prípadne názvy návestí, ak daný programovací jazyk dovoľuje návestia používať. Každý 
správny programátor  uprednostňuje  vhodné identifikátory,  aby bol  zdrojový kód čitateľný aj  bez 
komentárov.  Ak uvidíme v programe názov premennej  text_len,  tak takmer  s  istotou môžeme 
tvrdiť, že sa jedná o dĺžku nejakého textu. Autor volil pomenovanie, ktoré je samovysvetľujúce a 
nepotrebuje žiaden ďalší komentár.
Táto technika tvorí jadro celej obfuskácie.  Správnym premenovaním sa zdrojový kód značne 
zneprehľadní  a  ak  sa  spolu  s  premenovaním identifikátorov  nebude  generovať  žiadna  dodatočná 
informácia, tak túto akciu nie je možné vrátiť do pôvodného stavu. 
Odstránenie literálov
Literály (kapitola 2.3.2) sa dajú zo zdrojového kódu odstrániť iba tým spôsobom, že sa presunú na iné 
miesto.  Napríklad  do  poľa  umiestneného  na  začiatku  programu.  Na  základe  možností  každého 
programovacieho jazyka je možné ich aj nejakým spôsobom kódovať. Napríklad čísla prevedieme do 
šestnástkovej  sústavy alebo  zvolíme  iné  kódovanie.  Ak  by niekto  chcel  vyladiť  túto  techniku  k 
dokonalosti, mohol by napísať vlastný algoritmus na jednoduché šifrovanie a dešifrovanie literálov.
13 odstránenie bielych znakov nie je možné v jazykoch s nutnosťou presného formátovania (Python)
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3.2 Lambda kalkul
Jedná sa o matematicky definovaný formálny systém a výpočtový model [18], ktorý bol navrhnutý 
pre štúdium funkcií. Má blízko  k  funkcionálnym jazykom ako LISP, pretože všetky konštrukcie v 
týchto jazykoch je možné prepísať na λ-kalkul. Lambda kalkul analyzuje funkcie ako nejakú metódu 
výpočtu  a  jeho  vyjadrovacia  sila  je  ekvivalentná  Turingovmu  stroju.  Z  oblasti  obfuskácie  nám 
poskytne teoretický základ a zdôvodnenie toho, na akom princípe je možné vykonať premenovanie 
identifikátorov,  ktoré  identifikátory  je  možné  premenovať  a  prečo  iné  je  potrebné  ponechať  v 
pôvodnom tvare. V nasledujúcom texte bude λ-kalkul vysvetlený zjednodušenou formou, pretože sa 
predpokladá, že sú nejakým spôsobom definované základné aritmetické operácie. Formálne by sme 
mali najprv v λ-kalkule definovať ako budeme prezentovať čísla alebo aj iné údaje a operácie na nich, 
ale z týchto definícii upustíme.
Predstavme si  jednoduchú lineárnu funkciu  f : f x= x−4 .  Z matematiky vieme,  že sa 
jedná  o  funkciu  jednej  reálnej  premennej  x .  Rovnako  aj  v  λ-kalkule  máme  premenné,  ktoré 
označujeme zvyčajne ako v matematike malými písmenami z konca abecedy ako x , y , z . Definícia 
funkcie f  by mala v λ-kalkule tvar  x . x−4 . Parameter funkcie je zapísaný medzi    a znakom 
bodky,  pričom  funkcia  môže  mať  iba  jeden  parameter.  Funkciu  g : g  x , y= x y  s  dvomi 
parametrami by sme zapísali v  λ-kalkule ako   x . y . x y , ale tento zápis sa často skracuje na 
podobný tvar ako poznáme z matematiky:   x y . x y . Namiesto výrazu definícia funkcie je tento 
zápis v λ-kalkule pomenovaný ako abstrakcia. Do tretice sa budeme zaoberať už z matematiky menej 
známym, ale v programovacích jazykoch rozšíreným, volaním funkcie. Matematik by povedal, že ide 
o zistenie funkčnej hodnoty premennej x  v danom bode. Napríklad f 9=5 , ale samotné volanie 
je iba ľavá časť výrazu od znaku = a výsledkom je hodnota 5. Našu funkciu f  by sme v λ-kalkule 
volali  x . x−49 . Celá funkcia je zapísaná v zátvorkách v rovnakom tvare ako jej definícia a za 
nimi je uvedený argument, ktorý sa dosadí na miesto premennej. Rovnako výsledkom volania funkcie 
je hodnota 5, ale v λ-kalkule používame termín aplikácia funkcie.
Každý  z  uvedenej  trojice  pojmov  budeme  označovať  ako  λ-výraz.  Pre  dôležitosť  ešte  raz 
uvedenie, že λ-výraz je:
• premenná,
• abstrakcia (definícia funkcie),
• aplikácia (volanie funkcie).
Tieto λ-výrazy sa označujú veľkými písmenami ako A , B ,C , takže pod jedným písmenom sa bude 
skrývať niečo zo spomenutej trojice. Formálne definujeme [14] čím je λ-výraz tvorený.
• premenné: x , y , z
• symboly pre zápis abstrakcie:   a .
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• zátvorky: ()
λ-výrazy môžeme definovať rekurzívne pomocou množiny λ-výrazov   takto:
• ak x  je premenná potom x∈ ,
• ak x  je premenná a A∈  potom  x . M ∈ ,
• ak A , B∈  potom A B∈ .
Našim objektom, záujmu budú premenné v λ-výrazoch, ktoré môžu byť  voľné alebo viazané. 
Premenná je viazaná ak sa vyskytne v argumente funkcie. Ostatné premenné, ktoré nie sú viazané 
abstrakciou,  sú  voľné.  Vo  výraze  reprezentujúcom identitu   x . x  sa  nevyskytuje  žiadna  voľná 
premenná a jediná premenná x  je viazaná. Vo výraze  x .cx  bude opäť premenná x  viazaná, ale 
premenná c  bude voľná.
3.2.1 α-konverzia
Táto konverzia hovorí, že názvy viazaných premenných je možné zmeniť. Zmenený názov pritom 
nesmie byť v konflikte so žiadnou inou voľnou premennou, teda žiadna voľná premenná sa nesmie 
stať  po  konverzii  viazanou.  Táto  požiadavka  nemusí  byť  v  niektorých  okolnostiach  triviálna. 
Napríklad známu identitu   x . x  môžeme zmeniť na   y . y . Platí tvrdenie, že  λ-výrazy, ktoré  sa 
líšia iba na základe α-konverzie, sú ekvivalentné.
S touto konverziou súvisí  substitúcia.  Je to proces premenovania všetkých výskytov voľnej 
premennej na iný výraz. Napríklad v  λ-výraze  E [ x :=B ]  nahradíme v E  všetky voľné výskyty 
premennej x  výrazom B . Substitúcia je napísaná v hranatých zátvorkách za výrazom. Po substitúcii 
sa nesmie stať žiadna premenná,  ktorú sme nahradili  viazanou. Substitúciu v  λ-výrazoch definuje 
nasledovne:
• x [ x :=N ] ≡N
• y [ x :=N ] ≡ y , x≠ y
• M 1 M 2[ x :=N ] ≡M 1[ x :=N ]M 2[ x :=N ]
•  y.M [ x :=N ] ≡ y.M [ x :=N ] , x≠ y∧Y nie je voľné v N
Substitúcia  je  definovaná  inak  ako  α-konverzia,  aj  keď svojim spôsobom je  v  α-konverzii 
substitúcia ukrytá. Pri substitúcii nahradzuje voľné premenné, ale v rámci α-konverzie ide len o akýsi 
čiastkový krok, kde sa neberie do úvahy parameter funkcie, a tým pádom nemáme abstrakciu funkcie, 
ale obyčajný výraz bez pôvodne viazanej premennej.
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3.2.2 β-konverzia
Konverzia  vyjadruje  myšlienku  aplikácie  funkcie.  Ide  o substitúciu,  kde sa  nahradí  premenná  za 
parameter  abstrakcie.  Rovnako  treba  brať  ohľad  na  správnosť  ako  pri  α-konverzii.  Napríklad 
výsledkom β-konverzie výrazu  V . E E '   bude  E [V :=E ' ] . Možno bude lepšie ilustrujúca 
konverzia výrazu N . 2∗N  E  na 2∗E [N :=E] . Pravdepodobne je táto substitúcia chápaná 
intuitívne ako automatický dej pri aplikácii funkcie.
3.2.3 η-konverzia
V tomto prípade ide o vyjadrenie princípu, kedy sú dve funkcie ekvivalentné. Je tomu tak v prípade, 
že ich výstupom je rovnaká hodnota pre celú množinu argumentov. Môže sa tu zdať istá podobnosť s 
α-konverziou, ale predpokladajú sa funkcie s odlišnými definíciami. Napríklad v matematike môžeme 
riešiť sústavu rovníc sčítacou alebo dosadzovacou metódou. Postup pri oboch výpočtoch je iný, ale 
výsledná hodnota bude rovnaká, takže ich môžeme prehlásiť za ekvivalentné na základe η-konverzie.
3.2.4 Aplikácia na programovací jazyk
Popísaná α-konverzia a systém voľných a viazaných premenných hrá dôležitú rolu pri premenovaní 
identifikátorov. Vo výraze  x . yx  je premenná x  viazaná a premenná y  je voľná. Nepochybne je 
vidno istú podobnosť tohto výrazu a JavaScript funkcie v kóde číslo 16. Ak rozoberieme funkciu 
err(), tak tu tiež môžeme tvrdiť, že funkcia má jednu viazanú premennú message. Okrem toho je 
tu volanie funkcie alert(), čo môžeme pokladať za analógiu voľnej premennej. Teda rovnako ako 
sú  výrazy   x . yx  a   z . yz  ekvivalentné,  môžeme  použiť  substitúciu  premennej  message v 
argumente aj  v  tele funkcie a obe funkcie budú ekvivalentné. V danom kontexte musíme ponechať 
alert() v pôvodnom tvare.  Túto funkciu nemáme nikde definovanú a mimochodom sa jedná o 
vstavanú funkciu jazyka.
16. JS kód: Analógia k λ-kalkulu
function err(message)  {
  alert("Error: " + message);
}
V zdrojovom kóde JavaScriptu sa však môžu používať nové premenné, ktoré budú definované 
v  tele  funkcie,  ale  nebudú  mať  nič  spoločné  s  argumentami  funkcie.  Dajú  sa  tieto  premenné 
považovať za voľné alebo viazané? Ak z dôvodu zjednodušenia avšak bez ujmy na všeobecnosti 
upustíme od príkazových konštrukcií, tak premenné slúžia iba na uloženie dočasného medzivýsledku 
výpočtu. JavaScript síce dovoľuje definovať definíciu premennej na ľubovolnom mieste, ale ide iba o 
formu syntaxe, ktorá taký spôsob pripúšťa. Sú programovacie jazyky, kde je nutné definovať všetky 
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premenné  pred  vlastným  telom  funkcie.  Takto  si  už  použité  premenné  môžeme  predstaviť  ako 
argumenty  funkcie,  ktoré  neovplyvnia  výpočet.  Ešte  lepšie  zdôvodnenie  bude  vďaka  notácii 
umožňujúcej pomenovať výraz a zvolené meno používať. Zápis je takýto:
LET M =−výraz
kde  M  je zvolené označenie. Nápadne sa táto notácia približuje klasickému príkazu priradenia a 
použitím viacerých takýchto zápisov dosiahneme to isté ako s použitím nových premenných v tele 
funkcie. 
Posledná nezodpovedaná otázka súvisí s premenovaním samotného názvu funkcie. Všimnime 
si,  že  v  λ-kalkule funkcie  žiadny názov nemajú.  Je  to len predpis  výpočtu.  V kapitole 2.3.6 bol 
nenápadne λ-kalkul spomenutý v súvislosti s nepomenovanou funkciou, ktorá býva označovaná ako 
lambda funkcia.  Hoci  toto označenie  pre JavaScript  nie  je typické,  v  niektorých programovacích 
jazykoch14 je táto súvislosť viac viditeľná. Z toho plynie, že pomenovanie funkcie nie je podstatné, 
pretože  význam  má  jej  definícia.  Označenie  funkcie  môžeme  voliť  pomocou  LET  anotácie 
ľubovolne.  Záverečný  príklad  jasne  demonštruje  zápis  v  λ-kalkule  a  úplne  identický  zápis  v 
JavaScripte. Takže všetky popísané metódy môžeme bez problémov aplikovať na zdrojové kódy.
17. λ-kalkul: sčítanie
LET A = λ x . λ y . x + y
A(2)(3)
18. JS kód: sčítanie (formálne platný kód jazyka)
adder = function (x) {
    return function (y) {
        return x + y;
    }
};
adder(2)(3);
3.3 Príklad obfuskácie
V tejto kapitole bude nasledovať príklad použitia spomenutých techník, aby sme pôvodný zdrojový 
kód zatemnili. Nasleduje funkcia napísaná v programovacom jazyku C spolu s jej volaním. Funkcia 
má jednoznačné pomenovanie a slúži na výpočet faktoriálu zadaného čísla. 
19.C kód: Výpočet faktoriálu
unsigned long int factorial(unsigned int n)  {
  unsigned long int result = 1;
  for (unsigned int i = 1; i <= n; i++)
  {
    result *= i;
  }
  return result;
}
14 v jazyku Python je lambda jedno z kľúčových slov
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int main(void)  {
  printf("%lu\n", factorial(5));
  
  return 0;
}
Možno aj bez názvu funkcie by bolo na prvý pohľad patrné, aký kód vykonáva. Teraz prepíšeme 
uvedený cyklus na rekurziu. Možno sa prepísaný kód funkcie bude javiť dokonca viac čitateľný ako 
ten pôvodný, ale jedná sa iba o medzikrok.
20.C kód:  Výpočet faktoriálu pomocou rekurzie
unsigned long int factorial(unsigned int n)  { 
  if (n == 0)
    return 1;
  else
    return n * factorial(n-1);
}
Nasledujúci krok bude celkom zásadný, pretože upravíme všetky použité identifikátory. Dosť mätúce 
a nečitateľné bude pre človeka, ak všetky identifikátory budú pozostávať iba zo znaku podtržníka.
21.C kód:  Výpočet faktoriálu – premenovanie identifikátorov
unsigned long int _(unsigned int __)  { 
  if (__ == 0)
    return 1;
  else
    return __ * _(__-1);
}
Takto upravený kód už začína byť pre človeka veľmi nečitateľný, ale treba brať v úvahu, že ukážkový 
kód je veľmi krátky.  Pri dlhšom zdrojovom kóde by nebolo možné identifikátory od seba odlíšiť, 
pretože podtržníky splývajú a pri väčšom počte identifikátorov by sa nedali vizuálne odlíšiť. Ďalej by 
mohla byť  využitá typografická podobnosť niektorých písmen  (l,  I) alebo písmen a číslic  (O, 0). 
Vhodná voľba znakovej sady tvoriaca nové názvy pre identifikátory má za následok, že je veľmi 
problematické voľným okom rozhodnúť, či sa jedná o ten istý identifikátor alebo nie. 
Ešte  budú  nasledovať  dva  kroky,  ktoré  je  možné  vrátiť  späť,  ale  tu  boli  pôvodné  názvy 
identifikátorov nahradené novými a pôvodná informácia o ich menách nie je nikde uložená. Práve z 
toho dôvodu je tento krok kľúčový pre akúkoľvek obfuskáciu.
V kóde sa na dvoch miestach nachádza číselný literál  s  hodnotou 1 a na jednom mieste s 
hodnotou  0.  Tieto  literály  by  sme  mohli  odstrániť  tak,  že  hlavičku  funkcie  upravíme  pridaním 
ďalšieho parametru a vždy ju budeme volať s hodnotou tohto parametru rovnou číslu 1. Je potrebné 
podotknúť, že nezainteresovaná osoba nebude o takomto prepise vedieť a jediné čo ju môže napadnúť 
je, že ide o funkciu, ktorá berie dva parametre.
22.C kód:  Výpočet faktoriálu – odstánenie literálov
unsigned long int _(unsigned int __, unsigned int ___)  { 
  if (__ == ___-___)
    return ___;
  else
    return __ * _(__-___,___);
} 
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Z pôvodnej  funkcie,  ktorá bola  pomenovaná  jednoznačným menom a brala jeden parameter  sme 
niekoľkými  úpravami  získali  funkciu  s  nič  nehovoriacim  menom,  ktorá  berie  dva  parametre. 
Najpodstatnejšie však je, že funkcie sú úplne zhodné a obe pre rovnaký vstup produkujú rovnaký 
výstup.
Posledný krok obfuskácie by spočíval v odstránení nových riadkov a iných bielych znakov 
zabezpečujúcich formátovanie, ktoré nemajú okrem formátovania žiaden význam. Z pochopiteľných 
dôvodov túto ukážku neuvedieme.
3.4 Existujúce nástroje pre JavaScript
V dnešnej dobe existujú nástroje vykonávajúce zatemňovanie kódu jazyka JavaScript. Táto kapitola 
analyzuje ich možnosti a použiteľnosť. Veľké množstvo nástrojov je dostupné v takzvanej skúšobnej 
verzii  na  určitý  počet  dní  a  po  ich  uplynutí  je  potrebné  nástroj  zakúpiť  pre  prípadné  ďalšie 
používanie.  Obyčajne  sa  spoplatnené  aplikácie  zameriavajú  na  širšiu  oblasť  a  umožňujú  okrem 
obfuskácie JavaScriptu aj obfuskáciu iných jazykov alebo sú zlúčené s editorom kódu, kde je možné 
programy priamo aj písať.
Spektrum voľne dostupných nástrojov je malé, čo nemusí byť hneď na škodu, ale ich výsledná 
kvalita  nie  je  vyhovujúca.  Nasleduje  zhodnotenie  dvoch  voľne  dostupných  obfuskátorov  pre 
JavaScript a jedného zastupiteľa z komerčnej sekcie, ako ukážka toho, že za čo sa platí, nemusí byť 
vždy kvalitné.
3.4.1 Free Javascript Obfuscator
Názov tejto kapitoly je zhodný s pomenovaním nástroja, ktorý nebude problémom nájsť na internete. 
Tento  obfuskátor  [4]  je  dostupný  na  internete  a  na  prvý  pohľad  ponúka  sympatické  rozhranie 
(obrázok 3.1) prostredníctvom webového formuláru.
Jeho používanie je intuitívne. Umožňuje jednoduché nastavenie svojho správania nasledovne 
pomocou prepínačov, ktoré zapínajú a vypínajú danú funkciu:
• ponechať znaky nových riadkov,
• ponechať odsadenie,
• kódovať reťazce,
• kódovať čísla,
• premiestniť reťazce,
• premenovať argumenty funkcií.
Redukciu veľkosti pomocou prvých dvoch funkcií dokáže dokonale. Program dokonca doplní 
znaky bodkočiarky na miesta,  kde to je potrebné tak, aby sa kód interpretoval správne a bol bez 
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syntaktických chýb aj po prevode kódu na jeden riadok bez formátovania. Menšou chybou je, že znak 
bodkočiarky sa občas vyskytne na mieste, kde nie je potrebný a vznikajú tak prázdne príkazy.
Obfuskácia je na veľmi nízkej úrovni. Program dokáže odstrániť číselné a textové literály tým 
spôsobom, že ich prepíše na začiatok programu do špeciálneho objektu. Na mieste ich výskytov bude 
vo  výslednom  zdrojovom  kóde  na  mieste  pôvodných  literálov  identifikátor  reprezentujúci 
novovytvorený objekt.
Všetky  doteraz  popísané  operácie  prevádzané  so  zdrojovým  kódom  je  možné  pomocou 
pomerne  jednoduchého  skriptu  vrátiť  do  pôvodnej  podoby.  Napísanie  takého  skriptu  by  bolo 
záležitosťou  maximálne  niekoľkých  hodín,  a  preto  je  nástroj  z  hľadiska  reálneho  používania 
nevhodný. Program ešte dokáže prepísať názvy identifikátorov, ktoré sú použité ako argumenty v 
deklarácii funkcie a neskôr aj v jej tele. Z hľadiska obfuskácie je to prínosné, ale rozumné funkcie 
obyčajne  nemajú  veľký  počet  argumentov,  a  tak  ku  zatemneniu  zdrojového  kódu  to  prispeje 
minimálnou mierou.
Obrázok 3.1: Free JavaScript Obfuscator
3.4.2 Consyntools
Ďalší  voľne  dostupný  nástroj  [1]  bol  vytvorený  v  programovacom  jazyku  Java.  Disponuje 
užívateľským rozhraním v podobe príkazového riadka. Má to určitú výhodu, pretože obfuskáciu je 
možné automatizovať a vykonávať bez podpory užívateľa. Nástroj bol vytvorený tak, že grafické 
užívateľské rozhranie je možné doimplementovať.
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Consyntools je už staršieho dátumu a vyzerá to tak, že na jeho ďalšom vývoji sa nepokračuje. 
To so sebou prináša aj nezrovnalosti a rozdiely v dokumentácii, ktorú je možné nájsť na webovej 
stránke a tým, čo vypíše program po zavolaní nápovedy.
V porovnaní s prvým spomenutým nástrojom nikto nemôže byť spokojný s úrovňou zmenšenia 
veľkosti zdrojového kódu. Program síce odstráni z kódu komentáre, ale na niektorých miesta (podľa 
nezisteného  pravidla)  necháva  znaky  nového  riadku.  Nedokáže  ani  doplniť  potrebné  ukončenie 
príkazu bodkočiarkou pri združení niekoľkých príkazov do jedného riadku.
Obfuskácia  je  však  presným opakom,  teda  je  uspokojivá.  Funkcionalita  bola  skúmaná  iba 
zbežne, ale neboli nájdené žiadne nedostatky. Program systematicky vykoná premenovanie viazaných 
premenných vo funkciách. Mená funkcií a premenné na globálnej úrovni ponecháva bez zmeny. Je 
možné premenovať aj tie, ale je to potrebné explicitne určiť. Záleží od typu zdrojového kódu, ale 
takéto  správanie  nie  je  nelogické  a  v  celom rade  prípadov  je  vhodné  ponechať  pôvodné  mená 
spomenutých objektov.
Celkové hodnotenie ani v tomto prípade nie je uspokojivé. Hlavný problém bude v tom, že 
jedno zabudnuté ukončenie príkazu spôsobí to, že z pôvodného funkčného zdrojového kódu získame 
ofuskovaný  kód,  ktorý  nebude  funkčný  pre  syntaktickú  chybu.  Z  toho  dôvodu  nebola  kvalita 
obfuskácie skúmaná do hĺbky.
3.4.3 Jasob
Posledný  nástroj  umožňujúci  obfuskáciu  nepatrí  do  skupiny  voľne  dostupných  nástrojov,  ale  je 
uvedený ako zástupca komerčnej sféry. Logicky ponúka grafické užívateľské rozhranie (obrázok 3.2), 
ale jeho ovládanie nie je úplne intuitívne. Nástroj je komplikovanejší, pretože okrem JavaScriptu je 
schopný uskutočniť obfuskáciu iných jazykov spojených s oblasťou webových stánok.
Predpokladá sa, že obfuskáciu a kompresiu kódu vykonáva bezchybne. Nelogické je však to, že 
užívateľ si musí sám zvoliť, ktoré premenné sa majú premenovať. Východzie správanie je také, že 
program nepremenuje nič. Potenciálny zákazník očakáva, že program bude jednoduchý a obfuskácia 
bude robená prevažne automaticky. Tvorcovia Jasob-u na tento fakt určite nemysleli.
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Obrázok 3.2: Jasob
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4 Návrh obfuskátora
Aplikácia, ktorá bude schopná spraviť transformáciu zdrojového kódu na ekvivalentný kód, bude mať 
stavbu  veľmi  blízku  prekladaču.  Prekladač  [2] je  tiež  program,  ktorý  realizuje  transformáciu  zo 
zdrojového jazyka do iného jazyka typicky v takej forme, aby bol výsledok spustiteľným programom 
na cieľovej architektúre.
Väčšina prekladačov pri spracovaní kódu prechádza cez viacero operácií. Patrí sem lexikálna 
analýza, preprocesing, syntaktická analýza, generovanie kódu a optimalizácia kódu. V kapitole 3.1 
bolo  spomenuté,  že  JavaScript  žiaden  preprocesor  nemá,  takže  bod  preprocesingu  odpadá.  O 
záverečnom bode, teda o istej optimalizácii, by mohla byť reč, ale je potrebné si uvedomiť, že výstup 
obfuskátora nie je konečný a kód bude ďalej spracovávaný samotným interpretom JavaScriptu, takže 
optimalizácia  by mala  byť  zahrnutá  v  jeho réžii  a  záverečný bod môže byť  rovnako vynechaný. 
Obfuskátor bude ostatné spomenuté akcie vykonávať a každej bude venovaný detailný rozbor.
Z oblasti teoretickej informatiky je potrebné vymedziť do akej množiny jazykov patrí program 
zapísaný v JavaScripte. Na základe zaradenia do skupiny jazykov vyplývajú požiadavky na aplikáciu, 
ktorá  bude  kód  JavaScriptu  analyzovať.  Program  zapísaný  v  JavaScripte  patrí  do  množiny 
bezkontextových  jazykov,  pretože  je  možné  ho  popísať  bezkontextovou  gramatikou.  Z  hľadiska 
náročnosti  a  komplexnosti  gramatiku  nie  je  možné  uviesť,  ale  nie  je  problém ju  vyhľadať  [4]. 
Dôkazom by bolo uvedenie gramatiky, ale toto tvrdenie podkladá aj charakteristická gramatika pre 
popis výrazov obsahujúcich zátvorky, ktoré musia byť vždy korektne uzatvorené a správne vnorené. 
Týmto spôsobom píšeme aj matematické výrazy a vzorce, hoci si to málokto uvedomuje. Príkladom 
bezkontextovej  gramatiky  je  G={S }, {[ ,]} ,{SSS , S[S ] , S[]}, S  ,  ktorou  je  možné 
nagenerovať aj konštrukciu [ ] [[ ]] , ktorá z časti odpovedá zložitejšej indexácii poľa. Podobnosť je aj 
pri zanorovaní blokov kódu do hlbších štruktúr.
Napriek tomu, že zdrojový kód patrí k bezkontextovým jazykom, je možné uskutočniť analýzu 
zdrojového kódu v rámci  nejakej  regulárnej  gramatiky.  Na prvý pohľad je zrejmé,  že regulárnou 
gramatikou by nebolo možné analyzovať zdrojový kód vo všetkých smeroch. Ak by sme zvolili tento 
prístup, tak by sme potrebovali rozsiahly zoznam vstavaných objektov a ich metód patriacich do jadra 
jazyka a ďalej ešte obsiahlejší zoznam objektov klientského JavaScriptu. Nebolo by možné brať do 
úvahy  rozsah  platnosti  premennej  (kapitola  4.3.2)  a  mohli  by  sme  vykonávať  iba  nahradenie 
identifikátorov  v  globálnom rozsahu  platnosti.  Analýza  regulárnou  gramatikou  je  možná  z  toho 
dôvodu, že nie je nutne potrebné exaktne rozpoznať konštrukcie gramatiky, ktoré by sme za iných 
okolností prijímali zásobníkovým automatom. Spadá sem:
• zápis výrazov spolu so zátvorkami meniacimi prioritu operátorov,
• indexácia elementov poľa,
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• hranice zloženého príkazu,
• hranice funkcie.
Výrazy žiadnym spôsobom neinterpretujeme a jediné, čo nás zaujíma je príkaz priradenia, ktorý vo 
výraze  dokážeme  detekovať  regulárnym výrazom.  Rovnaké  tvrdenie  platí  aj  pre  indexáciu  poľa, 
pretože  s  touto  konštrukciu  nie  je  potrebné  nič  robiť.  Zložený  príkaz  nemá  žiadne  výnimočné 
postavenie a jediné, čo môže robiť problém, je oblasť funkcie. Môže nastať situácia, že premenná v 
tele funkcie má rovnaký názov ako iná premenná na globálnej úrovni. V tomto prípade by nebolo 
možné rozhodnúť, že či sa jedná o tú istú premennú alebo o dve rovnako pomenované premenné s 
rôznym  rozsahom  platnosti.  V  zásade  takáto  situácia  nemusí  byť  problematická,  pretože  sám 
programátor premenné pomenoval rovnako, tak nebude chybou ak po transformácii zdrojového kódu 
budú premenné pomenované opäť rovnako aj v tom prípade, že by sa jednalo o dve premenné s iným 
rozsahom platnosti. Všetky ostatné konštrukcie jazyka by sme rozpoznať vedeli.
Pravdepodobne viaceré dostupné nástroje pristupujú k problematike práve pomocou regulárnej 
gramatiky,  pretože o tom nasvedčuje  zoznam metód  a  objektov,  ktoré  sa  premenovávať  nebudú. 
Tento prístup nie je v zásade správny, pretože nie je schopný analyzovať všetky možné situácie, aj 
keď na určitých typoch zdrojových kódov by bol postačujúci.
oba zdrojové kódy sú ekvivalentné na základe konvencií λ-kalkulu a pre  
všetky vstupné hodnoty produkujú rovnaký výstup
Obrázok 4.1: základná schéma aplikácie
4.1 Požiadavky kladené na aplikáciu
Aplikácia by mala zdrojový kód iba trasformovať na inú formu a ďalej s ním nič nebude robiť. Takto 
upravený zdrojový kód bude interpretovať iná  aplikácia,  typicky JavaScript  engine internetového 
prehliadača. Vďaka tomu bude výstupom obfuskátora nejaký medzikód a nie je nutné kontrolovať 
konštrukciu  gramatiky  detailne,  pretože  všetky  kontroly  musí  vykonať  interpret  internetového 
prehliadača. Z toho faktu budeme pri implementácii  aplikácie vychádzať.  Ako by sa mala potom 
aplikácia  zachovať  v  prípade,  že  na  jej  vstupe  nebude  zdrojový  kód  v  JavaScripte?  Aplikácia 
32
zdrojový kód 
v jazyku 
JavaScript
upravený 
zdrojový kód 
v jazyku 
JavaScript
Obfuskátor
vstup výstup
spravidla  vykoná premenovanie  všetkého,  čo rozpozná ako identifikátor.  Nie je  to žiadna chyba, 
pretože nie je úlohou, aby aplikácia kontrolovala syntax a sémantiku vloženého vstupu. Užívateľ by si 
mal byť istý, že na vstupe je produkcia gramatiky jazyka JavaScript a v prípadná akákoľvek chyba 
bude odhalená pri interpetovaní. Zaoberať sa prípadnými nekorektnými vstupmi nemá ani význam, 
pretože by bolo možné o vstupnom zdrojovom kóde rozhodnúť iba či patrí do jazyka alebo do neho 
nepatrí. Žiadne dodatočné informácie by sme nevedeli o vstupe povedať.
Obfuskácia  vstupu  bude  prebiehať  vo  viacerých  úrovniach,  ktoré  sa  vo  väčšine  prípadov 
vzájomne  nevylujučujú  a  bude  možné  každú úroveň pri  spustení  zapnúť  a  vypnúť  individuálne. 
Všetky úrovne si rozoberieme spolu ich prínosom.
Odstránenie komentárov
Tým,  že  zo  zdrojového  kódu  vypustíme  komentáre  programátora,  tak  v  prvom  rade  zmenšíme 
veľkosť šíreného programu. Prínos menšieho programu je v tom, že skript umiestnený na internetovej 
stránke sa rýchlejšie prenesie k návštevníkovi stránky. Asi v dnešnej dobe rýchleho internetu na tom 
príliš nezáleží, ale v konečnom dôsledku je to výhoda aj pre samotného prevádzkovateľa internetovej 
stránky,  pretože sa týmto  za určitých podmienok môže znížiť tok dát  o celkom vysokú hodnotu. 
Komentáre  v  zdrojovom kóde  sú  určené  pre  programátora,  takže  nie  je  dôvod  aby boli  verejne 
vystavené a podľa ich kvality prispievajú k porozumeniu celkového programu.
Odstránenie formátovania
Formátovanie  je  možné  v  JavaScripte  odstrániť  a  výstupom bude  program napísaný  na  jednom 
riadku.  Keďže  je  možná  reverzibilná  transformácia,  tak  operácia  iba  zmenší  veľkosť  zdrojového 
kódu.
Premenovanie premenných a staticky definovaných funkcií
Obfuskátor musí  byť  schopný premenovať  programátorom definované premenné  a funkcie.  Je  to 
hlavná a základná požiadavka. Pri tejto akcii je nutné brať do úvahy iba definované premenné a názvy 
definovaných funkcií. Tým pádom odpadá nutnosť kontroly, či sa pri volaní funkcie jedná o vstavanú 
funkciu, ktorú nie je možné premenovať. Rovnako sa programátor môže rozhodnúť používať nejaký 
dostupný framework, v ktorom nebude žiadúce premenovať vytvorené funkcie. Keďže nebudú vo 
vstupnom súbore definované, tak aplikácia premenovanie nevykoná. 
Musí  byť  k  dispozícii  aj  opačná  možnosť  a  tou  je,  že  používaný framework  napísal  sám 
programátor a bude žiadúce premenovať niekoľko súborov, ku ktorým sa bude pristupovať ako k 
jednému celku. Nenaruší sa tak celistvosť súvisiacich zdrojových kódov.
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Okrem  toho,  že  zmenením  názvov  bude  program  oveľa  menej  čitateľný,  tak  vo  väčšine 
prípadov  sa  zmenší  aj  veľkosť  samotného  kódu.  Nové  názvy budeme  generovať  najprv  tvorené 
jedným znakom a v prípade potreby to budú ďalej dvojznakové a viacznakové názvy.
Premenovanie atribútov objektov
Jedná  sa  o  rovnakú  akciu  ako  bolo  opísané  vyššie.  Pre  dynamické  vlastnosti  jazyka  bude  pri 
objektoch veľký problém stanoviť postup, ako rozlíšime ich atribúty. Z toho dôvodu bude k objektom 
kladený individuálny prístup. Je možné sa tak vyhnúť prípadným komplikáciám.
Presunutie literálov15
Táto akcia by mala v zdrojovom kóde vyhľadať všetky literály a umiestniť ich do poľa na začiatku 
programu. Na mieste, kde bol pôvodne použitý literál, bude prvok poľa odkazujúci sa na príslušnú 
hodnotu. Upravený zdrojový kód bude horšie čitateľný, ale akcia je vratná.
4.2 Lexikálna analýza
Na najnižšej úrovni programu je lexikálna analýza, ktorú bude implementovať trieda Lexer (obrázok 
4.10).  Lexikálna  analýza  je  proces  transformujúci  vstupné  znaky zdrojového  kódu  na  sekvenciu 
tokenov.  Token je  obyčajný  reťazec tvorený jedným alebo viacerými  znakmi  vstupného kódu na 
základe pravidiel lexikálnej analýzy. Spôsob rozhodovania, aká skupina znakov tvorí jeden token, je 
možné  predpísať regulárnym výrazom.  V tejto  kapitole  budú tokeny jazyka  popísané konečnými 
automatmi. Prechodová funkcia   každého automatu je znázornený diagramom prechodov. Konečná 
vstupná abeceda je pri všetkých automatoch rovnaká a je ňou znaková sada programu v JavaScripte. 
Aby boli  diagramy prechodov jednoduché,  tak  niekedy bude  celá  množina  znakov uvedená  nad 
jedným prechodom v hranatých zátvorkách.  Aké znaky predstavuje je popísané v tabuľke 4.1 na 
základe čísla obrázku a použitého názvu prechodu.
V prípade, že predpokladáme na vstupe zdrojový kód tvorený iba tokenmi jazyka, tak je možné 
konečné automaty zjednodušiť. Obdobne je už uvedená jednoduchšia verzia automatu prijímajúceho 
literál regulárneho výrazu. Konštrukcia zložitejšieho (regulárne výrazy môžeme považovať taktiež za 
jazyk)  formálne  správneho  automatu,  je  už  pomerne  netriviálny  problém,  takže  môžeme 
predpokladať,  že vždy sa každý automat dostane z počiatočného stavu do konečného.  V praxi to 
znamená, že prijmeme ako číselný literál 33.55.77 (dve desatinné bodky) alebo symbol !=! (takýto 
operátor neexistuje).
15 neimplementované
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V závere všetky konečné automaty zjednotíme do jedného deterministického automatu, ktorý 
na základe toho v akom stave bude po prijatí  reťazca,  rozhodne o záležitosti  tokenu do jednej  z 
uvedených množín. Tokeny budú vstupom pre ďalšiu analýzu.
Komentár
Komentár je prijímaný konečnými automatami C1  a C2  (obrázky 4.2 a 4.3). V kapitole 2.3.1 boli 
popísané dva typy komentárov, tak každý z automatov je konštruovaný pre jeden typ komentára. 
C1={S , c1 , c2 ,qF }, {znaková sada JavaScriptu}, , S , {qF }  slúži  pre riadkový komentár  a 
C2={S , c1 , c2 , c3 , qF }, {znaková sada JavaScriptu}, , S , {qF }  pre blokový.
Obrázok 4.2: konečný automat C1  prijímajúci riadkový komentár
Obrázok 4.3: konečný automat C2  prijímajúci blokový komentár
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Reťazec
Na prijímanie tohto typu tokenu budú opäť použité dva mierne odlišné typy konečných automatov 
S1  a  S2  (obrázky 4.4 a 4.5). Reťazec je postupnosť znakov uzatvorená v úvodzovkách alebo v 
apostrofoch.  Samozrejme  sa  to  nesmie  kombinovať,  a  keď sa  reťazec  začína  apostrofom,  tak  sa 
apostrofom musí aj končiť. JavaScript pripúšťa v reťazcoch escape sekvencie [11] a automaty to berú 
do  úvahy.  Automaty  majú  rovnaký  počet  stavov  a  líšia  sa  v  prechodovej  funkcii,  lebo
S1={S , q , e , qF }, {znaková sada JavaScriptu}, , S ,{qF }  je  stavaný  na  reťazec  s 
úvodzovkami a S2={S ,q , e , qF }, {znaková sada JavaScriptu}, , S , {qF }  na reťazec, kde sú 
apostrofy.
Obrázok 4.4: konečný automat S1  prijímajúci reťazec uzavretý v úvodzovkách
Obrázok 4.5: konečný automat S2  prijímajúci reťazec uzavretý v apostrofoch
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Číslo
V JavaScripte rozoznávame vo všeobecnosti  dva typy čísel.  Sú to čísla celé a čísla s pohyblivou 
rádovou čiarkou. Jazyk mám ešte dovoľuje zapisovať celé čísla okrem desiatkovej sústavy, na ktorú 
sme zvyknutí, priamo v sústave osmičkovej alebo šestnástkovej. Pre prijatia čísla v desiatkovej alebo 
osmičkovej  sústave  slúži  ten  istý  automat  znázornený  na  obrázku  4.6 
N 1={S ,qF } ,{znaková sada JavaScriptu} , , S , {qF } ,  pretože  jediný  rozdiel  je  v  tom,  že 
číslo v osmičkovej sústave sa začína číslicou nula. 
Po  preštudovaní  automatu  N 1  zistíme,  že  prijíma  aj  čísla  začínajúce  niekoľkými  nulami 
idúcimi za sebou. Naskytuje sa otázka, či je takýto zápis správny. Pravdepodobne tento zápis nie je 
úplne korektný, ale takéto číslo je možné stále pokladať ako celočíselný literál v osmičkovej sústave a 
nie  je  nutné tento token vyčleniť  ako token nepatriaci  do jazyka.  Ďalšia  otázka sa  týka rozsahu 
celočíselného typu. V JavaScripte podobne ako v jazyku C je definovaná maximálna a minimálna 
hodnota,  ktorú  je  možné  vyjadriť  celým  číslom  a  v  prípade,  že  by  aritmetické  operácie  nad 
celočíselnými typmi jednu z hodnôt presiahli, tak nastane pretečenie respektíve podtečenie hodnoty. 
V rámci  lexikálnej  analýzy by bolo  vhodné  kontrolovať,  či  už  samotný  token  nepresahuje  tieto 
hranice.
Celé  čísla  je  dovolené  zapisovať  aj  priamo  v  šestnástkovej  sústave  tak,  ako  to  zachytáva 
automat  N 2={S ,h1 ,h2 ,qF } ,{znaková sada JavaScriptu} , , S , {qF }  na  obrázku  4.7. 
Takýto zápis čísel  bude občas používaný,  ale so zápisom v osmičkovej  sústave sa asi  stretneme. 
Keďže jazyk definuje aj takéto formáty čísel, je potrebné to brať na vedomie.
Obrázok 4.6:  konečný automat N 1  prijímajúci číslo zapísané v desiatkovej sústave
Obrázok 4.7:  konečný automat N 2  prijímajúci číslo v šestnástkovej sústave
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Obrázok 4.8:  konečný automat N 3  prijímajúci číslo s pohyblivou rádovou čiarkou
Najzložitejší  automat  prijíma  číslo  v  pohyblivej  rádovej  čiarke 
N 3={S ,q ,d , e , p , qF1 , qF2} ,{znaková sada JavaScriptu} , , S , {qF1 ,qF2} .  Rovnako  aj 
tu je spomínaná možnosť prijatia čísla začínajúceho niekoľkými nulami. Číslo môže byť zapísané v 
semilogartimickom  tvare.  Možno  to  nie  je  na  na  obrázku  4.8  najlepšie  viditeľné,  ale  prechody 
q , .wd ,w  a S , .wd ,w  sú realizované na základe desatinnej bodky.
Regulárny výraz
JavaScript  má  vstavanú  podporu  pre  regulárne  výrazy.  Celá  práca  s  regulárnymi  výrazmi  je 
pravdepodobne inšpirovaná skriptovacím jazykom Perl [8], ako je to v mnohých iných jazykoch s 
podporou  regulárnych  výrazov.  Konečný  automat 
R={S ,q , e , qF ,qF2},{znaková sada JavaScriptu}, , S ,{qF }  prijíma  literál  regulárneho 
výrazu. Hoci je možné používať a vytvárať regulárne výrazy aj pomocou konštruktora a teda bez 
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použitia literálu,  tak aj  v tomto prípade je potrebné podporovať všetky možnosti  dané samotným 
jazykom.
Za  zmienku  stojí  aj  to,  že  ak  sa  jedná  o  literály  zložitejších  typov,  tak  okrem  literálu 
regulárneho výrazu existuje literál poľa alebo literál objektu, ale o nich nie sme schopní rozhodnúť v 
časti lexikálne analýzy, ktorej rozhodovací mechanizmus je tvorený regulárnym jazykom. 
Obrázok 4.9:  konečný R  automat prijímajúci literál regulárneho výrazu
Konečný automat Prechod Množina znakov
4.1 [ char ] {akýkoľvek znak okrem znaku nového riadku}
4.2 [ newline ] {znak nového riadku}
4.3 [ char ] {akýkoľvek znak okrem znakov / a *}
4.4 [ char ] {akýkoľvek znak okrem znakov \ a "}
4.5 [ char ] {akýkoľvek znak okrem znakov \ a '}
4.6 [ digit ] {0, 1, 2, 3, 4, 5, 6, 7, 8, 9}
4.7 [ hexdigit ] {0, 1, 2, 3, 4, 5, 6, 7, 8, 9, a, b, c, d, e, f, A, B, C, D, E, F}
4.8 [ digit ] {0, 1, 2, 3, 4, 5, 6, 7, 8, 9}
4.9 [ char ] {akýkoľvek znak okrem znakov \ a /}
Tabuľka 4.1: dodatok ku konečným automatom
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Symboly
Doteraz  boli  uvedené  konečné  automaty  prijímajúce  literály  jazyka  rôznych  typov  a  komentáre. 
Následne  je  potrebné  vysporiadať  sa  so  symbolmi  jazyka.  Symbolom  je  myslená  akákoľvek 
postupnosť  znakov,  v  ktorej  sa  nevyskytuje  číslo,  písmeno  a  ani  biely  znak.  Pod  symbolmi 
rozumieme:
• symboly operátorov z tabuľky 2.2
• symbol ukončenia príkazu: ;
• dvojicu zložených zátvoriek: {}
• ukončenie návestia znakom dvojbodky :
Pričom všetky zátvorky berieme ako dva symboly,  teda ľavú a pravú zátvorku.  Z tabuľky 
operátorov zatiaľ ignorujeme operátory tvorené postupnosťou písmen  (napríklad delete). Za dva 
symboly pokladáme aj podmienený operátor, keďže tvoriace znaky sa nevyskytnú v zdrojovom kóde 
za sebou, tak ich prijímame izolovane.
Kľúčové slovo
Kľúčové slová [6] sú uvedené v tabuľke 4.2. Niektoré z nich sú operátory a pomocou iných sa tvoria 
príkazové konštrukcie. Posledné tri vyhradené slová uvedené v tabuľke sú literály. Štandard definuje 
niečo ako rezervované slová pre budúce použitie [6]. Tieto slová by sa nemali používať (tabuľka 4.3), 
pretože sa s nimi počíta pri ďalšom rozšírení jazyka a niektoré z nich môžu byť použité na stavbu 
nových  príkazových  konštrukcií.  Interpret  jazyka  v  internetových  prehliadačoch  slová  z  tabuľky 
č. 4.3 neberie na vedomie, pretože nie je problém definovať premennú s názvom char a používať ju. 
Z rovnakého dôvodu vytvorená aplikácia bude tieto slová ignorovať, ale bude prispôsobená tak, aby 
bol zoznam kľúčových slov jednoducho rozšíriteľný.
break else new void
case finally return while
catch for switch with
continue function this throw
default if try true
delete in typeof false 
do instanceof var null
Tabuľka 4.2: kľúčové slová jazyka
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abstract enum int short
boolean export interface static
byte extends long super
char final native synchronized
class float package throws
const goto private transient
debugger implements protected volatile
double import public
Tabuľka 4.3: slová vyhradené pre ďalšie použitie
Identifikátor
Identifikátor je znakový reťazec, ktorý bol popísaný v kapitole 2.3.3. Tvorený je znakmi písmen a 
číslic alebo znakmi _ a $.  Nesmie sa začínať číslicou. Samozrejme ani postupnosť znakov, ktorá je 
považovaná na kľúčové slovo už nemôže byť identifikátorom.
Biely znak
Pod  bielym  znakom  budeme  rozumieť  akýkoľvek  formátovací  znak,  ktorý  po  napísaní  nie  je 
viditeľný (anglicky white char). Pre predstavu sem patrí medzera alebo tabulátor. Bude rozumné ak 
znaku nového riadka priradíme jedinečné postavenie, aby sme ho vedeli jednoducho odlíšiť od iných 
znakov. Na škodu nebude ani  keď viacero bielych  znakov (okrem znaku nového riadka) zlúčime 
spolu do sekvencie a budeme ich pokladať za jeden, pretože nie je podstatné koľko bielych znakov 
oddeľuje dva tokeny. Podstatné je, či sú nejakým spôsobom oddelené alebo nie.
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4.3 Syntaktická analýza
Vstupom pre syntaktickú analýzu je postupnosť tokenov získaná v lexikálnej analýze. Ich analýzou je 
možné  rozhodnúť,  či  daná  postupnosť  tokenov  odpovedá  gramatike  jazyka.  Na  tomto  mieste  je 
vhodné naštudovať obrázok 4.10 zachytávajúci základnú podstatu tried vytvorenej aplikácie.
Činnosť sa odohráva v triede Parser. Z programátorského hľadiska je dôležité sa zamerať na 
dátovú štruktúru (tokenStack) pre uloženie postupnosti tokenov a operácie nad ňou. Podstatou tejto 
štruktúry  je,  že  jej  operácie  musia  akceptovať  typ  tokenu.  Bude  napríklad  umožnené  vyhľadať 
posledný token daného typu, vložiť nejaký token pred posledný token daného typu a podobne. Okrem 
doteraz uvedených tokenov sa tu pracuje aj s veľkým počtom riadiacich tokenov, ktoré pomáhajú pri 
rozhodovaní v prípade nejednoznačnosti.
V  našom  prípade  bude  vhodné,  ak  postupnosti  tokenov,  ktoré  tvorili  literály  zložených 
dátových  typov  nahradíme  jedným  tokenom  reprezentujúcim  celý  literál.  Bude  to  jeden  zo 
spomenutých  riadiacich  tokenov.  O  týchto  literáloch  nebolo  možné  v  rámci  lexikálnej  analýzy 
rozhodnúť.
Medzi  najdôležitejšie  akcie  v  rámci  tejto  analýzy patrí  automatické  ukončovanie  príkazov, 
ktoré je súčasťou odstránenia formátovania zdrojového kódu a tvorba tabuľky symbolov. Tabuľka 
symbolov  súvisí  s  premenovaním  identifikátorov,  pričom  bude  posledná  zmienka  o  užívateľom 
definovaných objektoch v JavaScripte. Analýza postupnosti tokenov prebieha v dvoch prechodoch a 
v závere je vysvetlené, prečo sú nutné dva prechody.
Obrázok 4.10:  základné triedy tvoriace obfuskátor
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4.3.1  Automatické ukončenie príkazov
Zatiaľ  to  nebolo  spomenuté,  ale  JavaScript  ako  mnohé  iné  programovacie  jazyky  používa  na 
oddelenie príkazov znak ; (bodkočiarka). Tento oddeľovač príkazov je zaužívaný aj keď sú jazyky, 
ktoré príkazy oddeľujú iným spôsobom. Prekladač sa potom môže spoliehať na tieto oddeľovače a 
jednoznačne  spracovať  zdrojový  kód,  keďže  hranice  začiatku  a  konca  príkazu  sú  vymedzené. 
Rovnako to dáva voľnosť programátorovi, ktorý môže dlhšie výrazy napísať na viacero riadkov a 
jednoduchšie združiť na jeden riadok.
JavaScript  sa  vymyká  z  tejto  zaužívanej  konvencie,  pretože  oddelenie  príkazov  pomocou 
znaku ; môže  programátor  vynechať.  Týmto  sa  kladú  vyššie  nároky  na  prekladač,  ktorý  musí 
ukončenie príkazu rozpoznať sám. Tento prístup nie je celkom vhodný, pretože je v rozpore s dobrým 
programátorským štýlom z toho dôvodu, že programátor by mal sám určiť, kde je koniec príkazu. Za 
následok to môže mať, že výrazový príkaz zapísaný na viacero riadkov, v ktorom bude nedopatrením 
vynechaný operátor prekladač vyhodnotí ako dva izolované príkazy. Výsledok však bude iný a táto 
chyba  môže  byť  veľmi  ťažko  odhalená.  Táto  funkčnosť  jazyka  je  definovaná  veľmi  vágne  v 
ECMAScripte a definícia znie nasledovne.
Ak pri interpretácii programu prebiehajúcej zľava doprava načítaním ďalšieho tokenu vznikne 
konštrukcia, ktorá nie je gramatikou povolená, tak sa pred posledný načítaný token automaticky vloží 
znak ;  v prípade, že je splnená jedna z týchto podmienok:
• posledný token bol od ostatných oddelený aspoň jedným znakom nového riadku,
• posledný token je znak }.
Pritom je definované, že príkazy
• prázdny príkaz,
• príkaz definície premennej (var),
• výrazový príkaz,
• príkaz do-while,
• príkaz continue,
• príkaz break,
• príkaz return, 
• príkaz throw
musia byť ukončené znakom ukončujúcim príkaz. V praxi to znamená, že práve na koniec týchto 
príkazov sa ukončujúci znak doplní automaticky.
Riešenie problému je pomerne zložité. Do výstupného kódu je opodstatnené vkladať ; iba za 
splnenie prvej podmienky. O druhé doplnenie sa postará interpret. Ukončovať príkaz budeme len v 
prípade, že narazíme na nový riadok. Ak príde znak nového riadka a predchádzajúci token nemal 
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hodnotu  ; (pričom biele  a  komentáre  znaky ignorujeme),  tak príkaz ukončíme.  Takto nebudeme 
postupovať v prípade, že prebieha spracovanie nejakého iného príkazu ako je uvedené vyššie.
Je nutné dávať pozor na výrazy, ktoré nie sú súčasťou iného príkazu (okrem var). Schéma 4.11 
znázorňuje dve všeobecné následnosti tokenov, kde nemôžeme ukončiť príkaz, ak narazíme na nový 
riadok (token  New Line). Medzi uvedenými tokenmi môže byť ľubovoľný počet ďalších tokenov, 
ktoré musíme ingorovať, lebo v danej situácii nemajú význam a to analýzu robí komplikovanou. Sú to 
aj unárne operátory.  Prvá varianta je jednoduchá, pretože v prípade tokenu  New Line zistíme, či 
predchádzajúci token je jedným z binárnych operátorov Op. Pri druhej variante si miesto New Line 
musíme  označiť  a  čakať  na  ďalšie  tokeny.  Ak  nebude  nasledovať  binárny  operátor  Op,  tak  na 
označenom mieste príkaz ukončíme.
a) Token A Token BNew LineOp
b) Token A Token BNew Line Op
Obrázok 4.11: automatické ukončovanie príkazov
4.3.2 Tabuľka symbolov
Pod tabuľkou symbolov je v oblasti  prekladačov myslená dátová štruktúra, ktorá v sebe združuje 
všetky identifikátory vyskytujúce  sa  v  zdrojovom kóde  programu  a  informácie  k  nim náležiace. 
Oproti  klasickému  prekladaču bude  v  tabuľke  symbolov  základný  rozdiel  v  tom,  že  okrem 
programátorom zadefinovaného názvu identifikátora tu musí byť miesto pre nové meno. Najskôr si 
rozoberieme,  ako  bude  vyzerať  jedna  položka  v  tabuľke  symbolov  a  následne  bude  vysvetlený 
spôsob, kedy sa budú záznamy do tabuľky vkladať a nakoniec načrtneme jeden spôsob ako môže byť 
samotná štruktúra tabuľky symbolov implementovaná. 
Ako už bolo spomenuté, JavaScript je jazyk netypový. Pri premennej teda nebudeme ukladať 
do tabuľky symbolov jej dátový typ, nanajvýš môžeme uchovávať informáciu o tom, či bola použitá 
definícia pomocou kľúčového slova var. Jeden záznam v tabuľke symbolov bude pozostávať z
• mena identifikátora,
• mena identifikátora po premenovaní,
• typu:
▪ premenná,
▪ návestie,
▪ funkcia,
▪ trieda (atribúty a metódy),
• rozsahu platnosti.
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Uvedené  rozlíšenie  typu  záznamu  je  umelo  vytvorené  a  nekorešponduje  s  vlastnosťami  jazyka. 
Jediné,  čo  dokážeme  jednoznačne  rozlíšiť  je  návestie.  Rozdiel  medzi  funkciou  a  triedou  bol 
spomenutý.
Najskôr nadviažeme obor platnosti premennej z kapitoly 2.3.7. V zdrojovom kóde číslo 7 bola 
ukážka tejto problematiky, aj keď to bolo spojené so situáciou zatienenia premennej. V javaScripte 
má  každá defininícia  nejaký obor  platnosti.  Obor platnosti  udáva rozsah v zdrojom kóde,  kde je 
možné definíciu používať a je možné k nej pristúpiť. Základnú úroveň tvorí globálny obor platnosti. 
Ak  by  sme  mali  zdrojový  kód  bez  akejkoľvek  funkcie,  tak  všetky  premenné  by  mali  globálnu 
platnosť. Znamená to, že hodnotu ľubovolnej premennej by sme mohli vypísať na ľubovolnom mieste 
v programe a bolo spomenuté, že dokonca aj pred jej definíciou. Ak by sme mali v zdrojovom kóde 
funkcie, tak každá funkcia má svoj vlastný obor platnosti. Premenné a iné funkcie definované vo 
funkcii, sú prístupné iba v danej funkcii. Znamená to, že k premennej definovanej vo funkcii nie je 
možné pristúpiť z globálneho oboru platnosti. Opačný prístup je umožnený a teda k premennej na 
globálnej úrovni je možné pristúpiť z funkcie. Je to logické, pretože sama funkcia je definovaná na 
globálnej  úrovni.  Rovnako to platí  aj  pre vnorené funkcie.  Obrázok 4.12 zachytáva situáciu,  kde 
máme  definovanú funkciu  filter() na globálnej  úrovni  a v nej  je definovaná ďalšia funkcia s 
menom median(). Na schéme v pravej časti obrázku sú zreťazené tri obory platnosti premenných. 
Takto by to vyzeralo, ak by sme použili premennú v tele funkcie  median(). Hľadanie by najskôr 
prebehlo iba v tejto funkcii. V prípade neúspechu by sa hľadalo vo funkcii  filter(), a ak by ani 
toto nebolo úspešné, tak by sa prehľadala globálna úroveň. Ak sa definícia nenájde, tak to ešte nemusí 
nutne znamenať chybu a v rámci priraďovacieho príkazu je nutné premennú definovať implicitne.
Doteraz  sme  predpokladali,  že  existuje  nejaká  dátová  štruktúra,  kde  sú  zoskupené  všetky 
definície programu a je v nej umožnené vyhľadávanie. Teraz si ju bližšie popíšeme obrázkom 4.12 
vyjadrujúcim štruktúru tabuľky symbolov.  Je  vidno,  že  tabuľka je  rozdelená na úrovne,  ktoré  sa 
začínajú  od  čísla  0  a  tým  je  myslená  globálna  úroveň.  Každá  ďalšia  úroveň  je  rozdelená 
prostredníctvom funkcií z úrovne predchádzajúcej. Prepojením je umožnené hľadanie z ľubovoľne 
zanorenej úrovne späť ku globálnemu oboru platnosti. V rámci jedného lexikálneho oboru platnosti 
nemôžu  byť  definované  premenné  a  funkcie  toto  istého  názvu.  Rovnakým názvom,  aký  už  má 
premenná alebo funkcia, však môže byť definované návestie.
S tabuľkou symbolov súvisí aj štruktúra, ktorá v sebe bude mať uložené atribúty objektov. Je 
pomenovaná ako register objektov. Ak je niektorá funkcia zároveň triedou a teda je možné z nej 
vytvoriť inštanciu objektu s atribútami definovanými programátorom, tak existuje prepojenie medzi 
funkciou  v  tabuľke  symbolov  a  záznamom  v  registri  objektov.  Záznam  v  registri  objektov  je 
jednoduchý, pretože obsahuje iba zoznam atribútov danej triedy.
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// toto je globálna úroveň
function filter()  {
 // telo funkcie
 function median()  {
  // telo funkcie
 }
}
je definovaná?
začiatok hľadania
je definovaná?
je definovaná?
nie
nie
nie
hľadanie neúspešné
definícia nájdená
áno
áno
áno
Obrázok 4.12: obor platnosti premennej
Atribúty objektov boli vyčlenené aj kvôli systému dedičnosti (obrázok 4.14). Ak by sme chceli 
úplne  presne  implementovať  princíp  dedičnosti,  tak  by  sme  museli  počítať  s  dedičnosťou  od 
prototypu,  a  taký  fragment  kódu  môže  byť  na  ľubovoľnom  mieste.  Okrem  iného  by  sa  podľa 
správnosti  mala  riešiť  možnosť,  že  objekty  dedia  od  Object.prototype.  Ak  programátor 
implementuje metódu do Object.prototype a táto metóda sa bude volať pri inom objekte, tak by 
malo  byť  odhalené,  že  sa  jedná  o  tú  istú  metódu,  pričom  definícia  sa  nachádza  v 
Object.prototype.
Najviac problémov do tohto vnáša dynamický charakter jazyka, pretože analýza nad zdrojovým 
kódom je statická. Nejednoznačnosť je znázornená v kóde 23. Je tu vytvorenie objektu a zavolanie 
metódy length(). Je snaha poukázať na to, že v skutočnosti v premennej obj nemusí byť uložený 
ten istý dátový typ od začiatku behu programu po jeho koniec. V neuvedenej časti kódu môže kľudne 
byť príkaz  obj = 'string' meniaci dátový typ na objekt triedy  String. Potom sa bude volať 
metóda  length() triedy  String.  Je  to  už  zásadný  rozdiel  z  hľadiska  premenovania.  Pokým 
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premenovať  metódy  užívateľom  definovanej  triedy  HashTable je  umožnené,  tak  premenovať 
metódu vstavaného objektu neprichádza do úvahy.
23. JS Kód: Dynamický prístup
var obj = new HashTable();
// práca s premennou obj...
obj.length();  // volanie metódy HashTable.length();
// fragment kódu
obj.lenght();   // volanie motódy
Spôsobov, akým sa znení dátový typ premennej, môže byť niekoľko a statickou analýzou ich 
nie je možné odhaliť. Jediné riešenie je to, že programátor, ktorý bude chcieť obfuskátor používať aj 
na premenovanie atribútov objektov, bude o takomto správaní informovaný. Na základe tejto znalosti 
sa vyvaruje tomu, aby vo svojom programe dynamicky používal ten istý identifikátor pre prácu s 
viacerými objektami rôznych tried.
Obrázok 4.13: schéma tabuľky symbolov
Obrázok 4.14: dedičnosť objektov
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Úroveň 0
Úroveň 1
premenná
návestie
atribút objektu
Tabuľa symbolov Register objektov
Legenda
funkcia
4.3.3 Počet prechodov a akcie prekladača
Obfuskátor pracuje v dvoch prechodoch z toho dôvodu, že teoreticky sa môže vyskytnúť práca s 
niečim, čo je definované až v nasledovnom kóde. Použitie teda predchádza definíciu. Je otázne v 
akom počte prípadov nastane spomenutá situácia, ale niekedy to bude mať svoje odôvodnenie a je 
potrebné to rešpektovať. Hlavné akcie súvisia s tabuľkou symbolov.
V prvom prechode sa vytvára tabuľka symbolov odpovedajúca zdrojovému kódu programu. 
Berú sa do úvahy iba definície návestí, premenných a funkcií. Ukážka je v zdrojovom kóde 24. Ďalšia 
definícia, ktorá tu nie je uvedená a aplikácia s ňou počíta, je súčasťou for cyklu. Implicitná definícia 
priradením  hodnoty  by  sa  mohla  vyskytnúť  aj  príkazových  konštrukciách  ako  napríklad  súčasť 
vetvenia. V tom prípade sa identifikátor ignoruje, pretože je vysoko nepravdepodobné, že by niekto 
potreboval týmto spôsobom premenné definovať.
V  druhom  prechode  je  tabuľka  symbolov  vytvorená  a  teda  je  možné  všetky  použitia 
premenných vo výrazoch,  volania funkcií  a  odkazy na návestia spojiť s ich definíciou.  Týmto sa 
rešpektuje rozsah platnosti premennej a je zabezpečené správne premenovanie identifikátorov.
Najväčší prínos na zvolenom prístuje je to, že netreba venovať zvláštnu pozornosť vstavaným 
funkciám alebo literálom undefined a null. Keďže nemôžu byť žiadnym spôsobom v zdrojovom 
kóde definované, tak nemôže nastať ani ich premenovanie.
24. JS kód: Definície
// definícia návestia:
inner:
  // príkazy návestia
// definícia funkcie:
function f1()  {
  // telo funkcie
}
// definícia premenných pomocou var:
var i, j;
// definícia priradením hodnoty:
i = 0;
4.4 Generovanie kódu
Generovanie kódu prebieha jednoduchým spôsobom, pri ktorom berieme zo začiatku zoznamu token 
za tokenom v tom poradí, ako boli do zoznamu vložené. Hodnoty tokenov sa zapisujú do výstupného 
zdrojového kódu. Na tomto mieste vynechávame postupnosti bielych znakov a komentáre. V prípade, 
že token je identifikátor, tak už bol premenovaný a nové meno sa zapíše na výstup. Nagenerovanie 
nových  názvov  pre  identifikátory  je  operácia  nad  tabuľkou  symbolov  a  prebehne  tesne  pred 
generovaním kódu. 
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5 Vytvorené riešenie
Aplikácia  bola  implementovaná  v  jazyku  C++  plne  s  využitím  objektového  programovania.  Je 
prenositeľná a funkčnosť bola testovaná na operačných systémoch Window a Linux. Zdrojový kód 
bol  okomentovaný  tým spôsobom,  aby  bolo  možné  vygenerovať  programátorskú  dokumentáciu. 
Dôraz bol  kladený aj  na prácu s pamäťou a aplikácia bola testovaná,  aby bola všetká alokovaná 
pamäť aj uvoľnená. Pri tvorbe nebola použitá žiadna knižnica a ani iný podporný nástroj.
Vytvorená  aplikácia  je  svojim  spôsobom  prekladač.  V  porovnaní  s  tými  skutočnými 
prekladačmi síce veľmi jednoduchý, ale to na fakte nič nemení. Prekladače sú aplikácie na vyššej 
úrovni ako väčšina ostatných aplikácií. Je problematické nejak vhodne otestovať, že aplikácia funguje 
správne. Ani ja sám sa neodvážim tvrdiť, že sa nenájde fragment zdrojového kódu, ktorý vytvorená 
aplikácia nespracuje podľa predstáv. Z toho dôvodu by som sa chcel vývoju aplikácie venovať aj 
naďalej a spracovať pripomienky prípadných užívateľov.
5.1 Ovládanie aplikácie
Implementovaná aplikácia má konzolové užívateľské rozhranie.  Hoci  najskôr bola snaha vytvoriť 
grafickú nadstavbu, ale ovládanie je napriek tomu jednoduché, takže úsilie pri programovaní bolo 
venované na samotný princíp obfuskácie. Aplikáciu si užívateľ spustí z príkazového riadka tak, že 
napíše jej názov a za ním uvedie zoznam súbor, ktoré si želá obfuskovať.
Pred zoznamom súborom môžu byť uvedené argumenty, ktoré nastavia správanie aplikácie. Ak 
argumenty nebudú uvedené, tak aplikácia sa spustí s predstavenými hodnotami tak, aby jej výstup z 
hľadiska obfuskácie bol bežný. Zoznam argumentov je v tabuľke 5.1.
Argument Popis Prednastavená hodnota
-c=on -c=off Produkuje výstupný kód, kde sú (nie sú) 
komentáre.
-c=off
bez komentárov
-ws=on -ws=off Produkuje výstupný kód, kde sú (nie sú) 
formátovacie biele znaky.
-ws=off
bez formátovania
-i=on -i=off Zapne (vypne) premenovávanie premenných, 
funkcií a návestí.
-i=off
zapnuté
-o=on -o=off Zapne (vypne) premenovávanie atribútov pri 
objektoch.
-o=off
vypnuté
--semicolon Zapne automatické  ukončovanie príkazov.
Tabuľka 5.1: aplikácia a jej argumenty
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5.2 Možnosti rozšírenia
Určite  už  teraz  existuje  celá  rada  spôsobov,  ako  by  bolo  vhodné  rozšíriť  funkčnosť  aplikácie. 
Doposiaľ bolo v texte viacero náznakov a teda aplikácia by mohla byť schopná nejakým spôsobom 
pracovať s literálmi. Možno by stálo za pokus pustiť sa aj do experimentu a skúsiť transformáciu 
jedného typy cyklu na iný alebo použiť rekurziu.
Prvé asi najvhodnejšie rozšírenie však vidím vo vytvorení grafického užívateľského rozhrania. 
Na  túto  stránku  sa  pri  programovaní  myslelo  a  z  toho  dôvodu  má  aj  hlavná  funkcia  programu 
niekoľko málo riadkov a celá logika je umiestnená vo vytvorených triedach. Následne by bolo možné 
uchovávať  históriu  obfuskovaných  súborov,  z  ktorej  by  bolo  možné  získať  pôvodný,  ale  aj 
obfuskovaný súbor. Z dôvodu lepšej práce s nastaveniami oknovej aplikácie by si užívateľ mohol 
zvoliť vlastnú znakovú sadu, z ktorej na budú tvoriť nové názvy pre identifikátory.
Pre náročnejších užívateľov by sa zišli nejaké štatistické informácie, ktoré by znázorňovali, o 
akú  hodnotu  má  obfuskovaný  program  menšiu  veľkosť.  Bolo  by  možné  odhaliť  aj  nejaké 
nezrovnalosti  v  zdrojovom  kóde  ako  napríklad  viacnásobná  definícia  funkcie  alebo  definícia 
premennej,  ktorá  sa  ďalej  v  programe nijak nepoužíva.  Keďže JavaScript  sa  nekompiluje,  tak je 
programátor o tieto varovné hlášky ukrátený.
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6 Záver
Celkový výsledok práce je možné považovať za úspešný. Vytvorením programu bolo demonštrované, 
ako je možné pristupovať k obfuskácii zdrojových kódov komplexného a dynamického jazyka, akým 
je JavaScript. Program bol testovaný na menšej množine vytvorených programov, takže pevne verím, 
že pri bežnom programátorskom štýle bude plniť svoj účel.
Želal  by  som  si,  aby  vytvorená  aplikácia  našla  svoje  uplatnenie  v  radoch  vývojarov 
internetových  aplikácií.  Môže  im  uľahčiť  a  celkovo  zefektívniť  prácu,  ak  ich  programy  budú 
obfuskované. Netreba sa však nechať obfuskátorom pomýliť, pretože v žiadnom prípade nie je možné 
zabrániť skopírovaniu zdrojového kódu ako celku.  Skopírovaný zdrojový kód však bude natoľko 
neprehľadný,  že  jeho  úprava  bude  veľmi  obtiažna  a  vynaložené  úsilie  na  úpravu  neprinesie 
požadovaný efekt.
Z  jazykom JavaScript  mám bohaté  skúsenosti  a  vďaka  tomu som sa  snažil  prácu  spestriť 
zaujímavými  príkladmi,  ktoré  môžu  byť  prínosom pre  ľudí  začínajúcich  s  týmto  jazykom alebo 
poskytujú iný pohľad na tento jazyk skúsenejším programátorom.  Všade, kde som to pokladal za 
vhodné, som použil zrovnanie s inými programovacími jazykmi.
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A CD-ROM
K práci je priložené CD, ktoré obsahuje:
• Text tejto práce vo formáte PDF, aby ju bolo možné znovu vytlačiť,
• zdrojové texty vytvorenej aplikácie,
• niekoľko zdrojových textov v jazyku JavaScript, ktorými je možné aplikáciu otestovať,
• zdrojové texty príkladu obfuskácie v jazyku C.
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B Ukážka funkčnosti programu
Vstupný zdrojový kód:
// simple function:
function example(a,b) {
        number += a;
        alert('You have chosen: ' + b);
}
// recursion:
function factorial (n)
{
    if(n==0) return(1);
    return (n * factorial (n-1) );
}
// object-like function:
function Animal(name) {
  var f;
  this.name = name;
  this.hello = function() {
    alert("hello " + this.name);
  }
}
var dog = new Animal("Jake");
alert(dog.name);
Upravený zdrojový kód s rovnakým formátovaním  a s nepremenovaním atribútov pri objektoch:
function a(f,g) {
        b += f;
        alert('You have chosen: ' + g);
}
function c (h)
{
    if(h==0) return(1);
    return (h * c (h-1) );
}
function d(i) {
  var j;
  this.name = i;
  this.hello = function() {
    alert("hello " + this.name);
  }
}
var e = new d("Jake");
alert(e.name);
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