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Rozpoznávání zoubkování po²tovních známek je d·leºitým faktorem p°i posuzování pravosti
po²tovní známky. Typ a rozm¥r zoubkování mají výrazný vliv na cenu po²tovní známky.
Tato práce se zabývá navrhem detektoru zoubkování po²tovních známek. Cílem práce je
vytvo°it aplikaci, která z fotograﬁe ur£í zoubkování zobrazené po²tovní známky. Aplikace
pro práci s obrazy vyuºívá knihovnu OpenCV.
Abstract
Post stamp perforation recognition is important factor in authentication of post stamps.
Type and perforation size have major inﬂuence on price of post stamps. This Masters thesis
is handling suggestion of detector of post stamp perforation. Goal of this work is to create
application, which sill recognize perforation size from photography of post stamp. Appli-
cation is using OpenCV library.
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Rozpoznání zoubkování známek je d·leºitým faktorem p°i posuzování pravosti po²tovní
známky, typ a rozm¥r zoubkování má výrazný vliv na cenu známky. Nap°íklad u první vy-
dané edice známek samostatného eskoslovenska  Hrad£an se m·ºe cena nepouºité známky
v závislosti na typu a rozm¥ru zoubkování pohybovat od desetikoruny po desítky tisíc korun.
Úkolem diplomové práce bylo vytvo°it program, který je z obrazu známky schopen zjistit
rozm¥r zoubkování známky, pop°ípad¥ jeho typ. Úvodní kapitola práce se zabývá historií
zoubkování známek, popisuje jednotlivé druhy zoubkování známek, rozm¥ry a nepravidel-
nosti zoubkování. Následuje popis algoritm· pouºitých p°i zpracování obrazu známky, návrh





Známky jsou ti²t¥ny od po£átku svého pouºití v ar²ích, arch obsahuje nej£ast¥ji 10 x 10, tedy
100 známek. První metodou odd¥lování známek bylo st°íhání, kdy jednotlivé známky byly
z archu odd¥lovány ust°iºením. Mezery mezi známkami byly zpo£átku velmi malé, nap°. jen
0,5 mm, st°íhání vyºadovalo od po²tovních ú°edník· zru£nost a manipulace s archem byla
zdlouhavá. Proto byla snaha o usnadn¥ní odd¥lování jednotlivých známek z archu. Uº od
roku 1841 byly známky opat°ovány pr·sekem - jednotlivé známky jsou odd¥lovány zá°ezy,
tak aby nenastalo vypadávání prosekaných míst. Podle tvaru proseknutí rozli²ujeme pr·sek
£árkovitý, st°í²kovitý, pilovitý, oblou£kovitý, vlnkovitý. Známky odd¥lené pr·sekem nemají
na okrajích pravidelné zoubky, jak je známe z dne²ních známek. Pouºívané typy pr·sek·
jsou zobrazeny na obrázku 2.1.
Obrázek 2.1: Pouºívané typy pr·sek·, p°evzato z [?]
N¥která vydání známek nebyla opat°ována pr·sekem, ale tzv. pr·pichem, kdy je prostor
mezi známkami propichován tenkými jehlami, n¥kdy se k tomu pouºíval i oby£ejný ²icí stroj.
V¥t²inou se jednalo o svépomocné, po²tmistrovské zoubkování, p°esto se nazývá soukromé
zoubkování.
Pr·sek ani pr·pich nebyly dokonalými zp·soby odd¥lování známek a proto jiº roku 1847
byly pokusn¥ odd¥lovány známky v Anglii strojem perfora£ním. Ten je tvo°en °adou dutých
jehel se zabrou²eným okrajem a v archu jsou tak vysekávány malé kruhové otvory. První
perfora£ní stroje m¥ly pouze jednu li²tu s °adou jehel, pozd¥ji byly uspo°ádány jehly do tvaru
h°ebenu, pop°ípad¥ umíst¥ny na rotující válec. Podle zp·sobu tvorby perforace rozeznáváme
n¥kolik druh· zoubkování.
Nemén¥ d·leºitým údajem o zoubkování je jeho rozm¥r. Na d·leºitost m¥°ení, po£ítání
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zoubk· na známkách upozornil poprvé roku 1866 v £asopise Timbre-Poste Dr. J. A. Legrand.
Aby si po£ítání zoubk· usnadnil, vy°ízl z £erného kartonu prouºek p°esn¥ 2 cm dlouhý
a po£ítal kolik zoubk· se vejde na tento prouºek. Pozd¥ji si na karton nakreslil °ady bod·
odpovídající po£tu zoubk· a vynalezl tak klí£, pomocí kterého je moºno zjistit po£et zoubk·
na 2 cm délky okraje. Ukázka takového klí£e je na obrázku 2.2.
Obrázek 2.2: Ukázka klí£e, p°evzato z [?]
První perfora£ní stroj byl tvo°en li²tou s °adou dutých jehel, pod které se vkládal p°epáº-
kový arch a postupn¥ se v jednotlivých °adách vyráºely otvory  vzniklo °ádkové zoubkování.
Pro zefektivn¥ní práce se pozd¥ji upravila li²ta do tvaru h°ebenu a sníºil se po£et úder· li²ty
s jehlami. Nakonec byly vytvo°eny perfora£ní stroje, které jsou schopné operforovat celý arch
najednou. Rozeznáváme historicky t°i druhy zoubkování:
1. °ádkové, d°íve nazývané liniové
2. h°ebenové
3. rámcové
Kombinací t¥chto základních druh· m·ºe vzniknout zoubkování sdruºené, kombinací
rozm¥r· pak zoubkování smí²ené.
Problematiku zoubkování zmi¬uje kterákoli kniha o ﬁlatelii, já jsem se p°i zpacování této
kapitoly opíral o publikace [?], [?], [?], [?].
2.2 ádkové zoubkování
Název tohoto zoubkování je odvozen od obrazu, který vytvo°í jehly po prvním úderu perfo-
ra£ního stroje do p°epáºkového archu. K ozoubkování stokusového archu (10 x 10 známek) je
pot°eba ve vodorovném sm¥ru 11 úder· perfora£ky, poté je arch oto£en o 90◦ a operforován
dal²ími jedenácti údery.
Schéma je na obrázku 2.3, kde je po°adí jednotlivých úder· rozli²eno stále sv¥tlej²ími
barvami. Na obrázku jsou vid¥t charakteristické znaky °ádového zoubkování:
1. P°i pohledu na celý arch je vid¥t, ºe °ady perfora£ních otvor· procházejí skoro aº do
okraj· archu a to na v²ech stranách archu. Na v²ech stranách archu jsou vytvo°eny
tzv. kupóny, tj. operforovaná místa bez obrazu známky.
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Obrázek 2.3: Schéma °ádkového zoubkování
2. Perfora£ní otvory se na pr·niku svislých a vodorovných °ad setkávají zcela nahodile,
jak je vid¥t na obrázku 2.3 (levá a st°ední svislá °ada). Jen opravdu vyjíme£n¥ se
stává, ºe na pr·niku svislých a vodorovných °ad, tedy p°esn¥ ve stejném míst¥, do²lo
k pr·niku jehly p°i perforaci ve vodorovném i svislém sm¥ru (t°etí svislá °ada na obr.
2.3). Je²t¥ mén¥ £astá je moºnost, ºe by k takové situaci do²lo ve v²ech £ty°ech rozích
známky. P°íklady usporádání perfora£ních otvor· v rohu známky jsou na obr 2.4.
Obrázek 2.4: Varianty umíst¥ní perfora£ních otvor· v rohu známky, p°evzato z [?]
Ukázka reálného °ádkového zoubkování je na obrázku 2.5, v kaºdém z roh· známky jsou
opravdu perfora£ní otvory jinak uspo°ádány.
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Obrázek 2.5: Ukázka °ádkového zoubkování
K °ádkovému zoubkování °adíme také tzv. rota£ní zoubkování. Místo jedné li²ty jsou
jehly umíst¥ny na válci v jedenácti °adách a operforují p°epáºkový arch na dva pr·chody
p°es válce. Na obrázku 2.6 je detail takového válce s osazenými jehlami. Proti °ad¥ jehel je
li²ta s dírkami, takºe p°i vytvá°ení dírky je okraj perfora£ního otvoru zahnut dol·.
Obrázek 2.6: Válec pro rota£ní perforaci, p°evzato z [?]
2.3 H°ebenové zoubkování
H°ebenové zoubkování bylo zavedeno kv·li zrychlení práce p°i zoubkování známek. Název je
op¥t odvozen podle obrazu, který vytvo°í soustava jehel po prvním úderu. Prvním úderem
jsou ozoubkovány známky na horním okraji první °ady a dále je provedeno svislé zoubkování
první °ady. Spodní okraj první °ady známek je ozoubkován aº p°i druhém úderu.
P°íklad postupu h°ebenového zoubkování je na obrázku 2.7. K perforaci celého archu je
pot°eba pouze jedenáct úder· perfora£ního stroje a odpadá otá£ení archu. Na obrázku jsou
také vid¥t charakteristické znaky h°ebenového zoubkování:
1. P°i pohledu na celý arch je vid¥t, ºe °ady perfora£ních otvor· procházejí aº do okraj·
archu pouze na spodní stran¥ archu, ne na horním, levém nebo pravém okraji. Obvykle,
ne v²ak vºdy, p°esahují vodorovné °ady o jeden perfora£ní otvor. To platí, postupuje-li
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Obrázek 2.7: Schéma h°ebenového zoubkování
h°ebenové zoubkování shora dol·. Vzácn¥ mohlo dojít k postupu zleva doprava, potom
prochází perforace aº k okraj·m na stran¥ a perfora£ní otvor navíc je naho°e a dole.
Takové zoubkování se nazývá leºmý h°eben.
2. Na pr·niku svislých a vodorovných °ad perfora£ních otvor· je centrovaný otvor. Ten
také vymezuje charakteristický obraz rohu známky. To platí u h°ebenového zoubkování
postupujícího shora dol· pro levý a pravý horní roh známky. U dolního levého a
pravého rohu je otvor p°esn¥ na pr·niku svislých a vodorovných os jen tehdy, pracuje-
li perfora£ní stroj dokonale.
Obrázek 2.8: Ukázka h°ebenového zoubkování
8
Ukázka reálného h°ebenového zoubkování je na obrázku 2.8.
Nej£ast¥jí postupuje h°ebenové zoubkování shora dol·, pop°. zdola nahoru. Mén¥ £asto
zleva doprava, pop°. zprava doleva. Potom se jedná o leºmé h°ebenové zoubkování, které
se vyskytuje nap°. u známek z emise Holubice a Osvobozená republika. Rozpoznat lze na
celém archu, pop°. bloku známek, ur£ení tohoto typu zoubkování u jednotlivé známky je
obtíºné.
Pom¥rn¥ málo se vyskytuje tzv. dvojité h°ebenové zoubkování. Jehly jsou na li²t¥ roz-
míst¥ny do tvaru písmene H a jedním úderem je ozoubkována vodorovná strana a polovina
svislých stran u horní a dolní °ady známek. Perforuje se op¥t jedenácti údery a kupóny jsou
na horním i dolním okraji archu.
2.4 Rámcové zoubkování
Rámcové zoubkování je postup, p°i kterém, jak název sám napovídá, je perfora£ními otvory
opat°en celý arch najednou, jediným úderem perfora£ního stroje. Pouºitím tohoto zp·sobu
zoubkování je moºno dosáhnout pravideln¥ uspo°ádaných otvor· po celém obvodu známek,
lep²í kvality zoubkování a také zrychlení výroby. Pouºívalo se hlavn¥ p°i zoubkování ar²ík·
a tiskových arch· s malým po£tem známek. Postup je nazna£en na obrázku 2.9.
Obrázek 2.9: Schéma rámcového zoubkování
Je vid¥t, ºe otvory nejsou na ºádném okraji archu, p°i správn¥ pracujícím perfora£ním
stroji nelze u jednotlivé známky rozli²it rámcové a h°ebenové zoubkování. To lze jen p°i
pohledu na celý p°epáºkový arch nebo p°i nepravidelnosti práce perfora£ního stroje.
Ukázka reálného rámcového zoubkování je na obrázku 2.10.
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Obrázek 2.10: Ukázka rámcového zoubkování
V minulosti bylo rámcové zoubkování pouºíváno k zoubkování p°íleºitostných ar²ík·,
pop°. p°epáºkových arch· s malým po£tem známek. V sou£asné dob¥ jsou tímto zoubková-
ním zoubkovány v²echny známky vydávané v eské republice.
2.5 Nepravidelnosti zoubkování
Vychýlená jehla
Jehly nejsou v perfora£ní li²t¥ umíst¥ny p°esn¥ v p°ímce, v pr·b¥hu práce dochází k jejich
vychýlení. Tyto odchylky m·ºeme vyuºít ke stanovení typu zoubkování.
Obrázek 2.11: Vychýlené perfora£ní jehly u °ádkového, h°ebenového a rámcového zoubkování
U °ádkového zoukování se musí vyskytovat vychýlení na obou protilehlých stranách,
protoºe je známka peforována po°ád stejnou °adou jehel.
U h°ebenového zoubkování platí, je-li vychýlení ve vodorovné °ad¥, musí být na horním i
dolním okraji (op¥t jako u °ádkového je horní i dolní okraj perforován stejnou °adou jehel).
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Je-li ve svislé °ad¥, je pouze v jedné z nich (pravý a levý okraj je perforován jinou °adou
jehel). To platí, postupuje-li h°ebenové zoubkování zhora dol·. U leºmého h°ebene naopak
musí být shoda na levém a pravém okraji a odli²nost u horního a spodního okraje.
U rámcového zoubkování se vychýlení projeví pouze na jednom okraji známky (kaºdý
okraj je perforován jinou °adou jehel).
Vynechaný perfora£ní otvor
V pr·b¥hu perforace se m·ºe n¥která jehla úpln¥ po²kodit a perfora£ní otvor není v·bec
vyraºen. Pro jeho umíst¥ní a pravidla stanovení typu zoubkování platí co bylo napsáno vý²e
u vychýlení jehly.
Obrázek 2.12: Vynechaný perfora£ní otvor u °ádkového, h°ebenového a rámcového zoubko-
vání
Obrázek 2.13: Ukázka nepravidelnosti u h°ebenového zoubkování
Nepravidelnost v práci perfora£ního stroje
Nepravidelnost v práci perfora£ního stroje se projeví na velikosti známky. U °ádkového
zoubkování to nemá vliv na pravidelnost zoubkování, u h°ebenového se projeví nepravidel-
nost dvojím zp·sobem. Pokud je posun perfora£ního stroje men²í neº správný, dochází ke
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zkrácení známky. Pokud je posun v¥t²í neº správný, dochází k protaºení velikosti známky a
m·ºe to vypadat, jako by byl vynechán perfora£ní otvor.
Ukázka nepravidelnosti v práci perfora£ního stroje je na obrázku 2.13, vlevo zkrácená
známka, vpravo prodlouºená verze.
2.6 Rozm¥ry zoubkování
Perfora£ní stroje byly osazovány jehlami o pr·m¥ru od 0,8mm do 1,25mm, takºe na r·z-
ných známkách se m·ºeme setkat s r·znou velikostí perfora£ních otvor·. Pravd¥podobnost,
ºe budou r·zné otvory na téºe známce je velmi malá, ikdyº se vyskytují známky s tzv.
sdruºeným zoubkováním, kdy p°i h°ebenovém zoubkování nebyl oraºen spodní okraj (jede-
náctý úder perfora£ky) a dodate£n¥ byla dod¥lána °ada otvor· na liniové perfora£ce, n¥kdy
s jiným rozm¥rem zoubkování, pop°ípad¥ s jiným pr·m¥rem perfora£ních jehel. U °ádko-
vého zoubkování m·ºe nastat situace, ºe vodorovn¥ byly známky operforovány na jednom
perfora£ním stroji a svisle na jiném s odli²ným pr·m¥rem jehel.
Rozm¥r zoubkování se udává jako £íslo, které znamená po£et otvor· na vzdálenosti
20mm a p°esností na £tvrtinu otvoru. V historii byly pouºity rozm¥ry zoubkování od 434 do
18 [?] . P°i rozm¥rech zoubkování men²ích neº 10 je t¥ºké odd¥lovat jednotlivé známky, hrozí
spí²e, ºe se utrhne n¥který zoubek. Naopak pro zoubkování v¥t²í neº 15 dochází k samovol-
nému odd¥lování známek jiº p°i manipulaci s tiskovým archem, protoºe zoubky jsou jiº moc
jemné. Nejroz²í°en¥j²í rozm¥ry zoubkování jsou 11 - 14. N¥j£ast¥j²ími rozm¥ry u sou£asných





Obrázek 2.14: P°ehled ú°edních zoubkování Hrad£an, p°evzato z [?]
U °ádkového zoubkování se mohou vyskytovat jiné rozm¥ry ve vodorovném a jiné ve
svislém sm¥ru, to v p°ípad¥, kdy byl p°epáºkový arch po jedenácti úderech ve vodorovném
sm¥ru p°enesen na druhý pefora£ní stroj s li²tou s jiným rozm¥rem zoubkování.
U h°ebenového zoubkování je moºné, ºe spodní okraj poslední °ady známek byl operfo-
rován perfora£ní °adou s jiným rozm¥rem zoubkování, pak je takové zoubkování nazýváno
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sdruºené (h°ebenové + °ádkové zoubkování). Rozm¥r zoubkování i u h°ebenového bývá v¥t-
²inou na svislém a vodorovném okraji odli²ný.
V sou£asné dob¥ jsou známky perforovány tak, ºe rozm¥r zoubkování známky je v¥t²inou
jeden, z období první republiky se ale vyskytují známky, které mají aº deset moºných
rozm¥r· zoubkování (viz. tabulka na obrázku 2.14, kde je uvedeno pro Hrad£any 8 ú°edních
druh· zoubkování a existují dal²í soukromá zoubkování). Podle £etnosti výskytu jednotlivých
typ· jsou také známky oce¬ovány.
Obrázek 2.15: Elektronický p°ístroj Perfotronic, p°evzato z [?]
K ur£ení rozm¥r· zoubkování se pouºívá zoubkom¥r (obrázek 2.16), pop°ípad¥ elektro-
nický p°ístroj Perfotronic (obrázek 2.15). Zoubkom¥r m·ºe být z papíru, plastu nebo kovu, je
na n¥m p°edti²t¥no mnoºství rozm¥r· zoubkování ve form¥ bod· a £ar, stejn¥ jako p°ed sto
padesáti lety. Ur£ení rozm¥ru zoubkování se provádí postupným p°ikládáním okraj· známek
k p°edti²t¥ným vzor·m a subjektivním posouzením, zda vzor souhlasí s ur£ovanou znám-
kou. V elektronickém p°ístroji pro ur£ování rozm¥r· zoubkování je umíst¥n lineární sníma£
podobn¥ jako ve skeneru a p°ístroj vyhodnotí rozm¥r zoubkování. Stejn¥ jako u zoubkom¥ru
je pot°eba vloºit známku do p°ístroje p°íslu²nou m¥°enou stranou, protoºe známky mohou
mít rozm¥r zoubkování na kaºdé stran¥ známky odli²né. V katalozích je rozm¥r zobkování
uvád¥n £íslem, nap°. 1334 , pokud je uvedeno nap°. 14 : 13
1
2 , znamená to, ºe vodorovné
strany mají zoubkování 14, svislé strany 1312 . Pro typy zoubkování se poºívají v katalozích
zkratky z - °ádkové zoubkování, Hz - h°ebenové zoubkování, Rz - rámcové zoubkování.
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Tato kapitola obsahuje úvod do problematiky zpracování obrazu. Jsou zde uvedeny zp·-
soby, jak je moºno detekovat hrany nebo jednoduché objekty v obraze. N¥které z technik
popsaných v této kapitole jsem dále vyuºil p°i implementaci samotného programu.
3.1 Digitální obraz
P°evzato z [?].
Neº za£neme obraz zpracovávat, je pot°eba jej p°evést do digitální podoby nap°íklad
pomocí skeneru nebo digitálního fotoaparátu. Digitalizace obrazu je p°evod analogového
signálu do diskrétního tvaru.
Vstupní signál je popsán funkcí f(x, y) dvou prom¥nných, které udávají sou°adnice bodu
v obraze. Funk£ní hodnota odpovídá nap°íklad jasu nebo hodnotám spektrálních sloºek
signálu p°i barevném snímání. Vstupní signál je kvantován a vzorkován. Výsledkem t¥chto
operací je matice £ísel popisující obraz - digitální obraz. Jeden prvek matice p°edstavuje
jeden obrazový element, který se nazývá pixel.
Vzhledem k tomu, ºe budeme pot°ebovat nalézt hrany v obraze, bude nás zajímat hlavn¥
£ernobílý obraz - informace o barv¥ proto nebude d·leºitá. Proto je i barevný vstupní obraz
na za£átku zpracovávání zbaven barev. K tomu lze pouºít hned n¥kolik r·zných technik.
3.2 Detekce hran
P°evzato z [?]
Lidské vnímání je zaloºeno na rozpoznávání hran. Jednou z moºností, jak zvýraznit
n¥jaký obraz, abychom ho vnímali jako ost°ej²í, je zvýraznit v n¥m hrany.
Hranu (edge) v diskrétním obraze vnímáme tam, kde dochází k výrazné zm¥n¥ soused-
ních pixel·. Hrana je vysokofrekven£ní informace, a proto je její zvýrazn¥ní inverzní operací
k odstran¥ní ²umu. Hrana je ur£ena gradientem, tj. velikostí a sm¥rem. Sm¥r lze popsat
vektorovým operátorem nabla ∇


















Vý²e uvedené funkce platí pro spojité funkce. V diskrétním obraze gradient odhadujeme.
Ost°ení obrazu je pak zaloºeno na následujícím postupu. Ozna£íme si s(i, j) jako funkci,
která reprezentuje velikost gradientu obrazu f v bod¥ [i, j]. Výsledný obraz g(i, j) získáme
z obrazu f(i,j) ost°ením pomocí koeﬁcientu c.
g(i, j) = f(i, j) + c.s(i, j) (3.3)
Funkce s(i,j) vrací velikost gradientu a o její pat°i£ný násobek se zvý²í intenzita pixelu
v odpovídajícím bod¥. Pro ur£ení gradientu se pouºívají postupy zaloºené na analýze okolí
pixelu s pouºitím konvolu£ních nebo jiných operátor·.
Roberts·v operátor
Pravd¥podobn¥ nejjednodu²²í metodou ur£ení velikosti gradientu pixelu je pouºití takzva-
ného Robertsova operátoru. Tento operátor není zaloºen na konvoluci a jeho implementace
je snadná. Roberts·v operátor pouºívá k výpo£tu pixel a t°i sousední pixely tohoto pixelu
a má tvar:
|∇f(i, j)| = |f(i, j)− f(i+ 1, j + 1)|+ |f(i, j + 1)− f(i+ 1, j)| (3.4)
Velikost gradientu touto metodou se tedy ur£í jako sou£et absolutních hodnot zm¥n ve
sm¥ru hlavní a vedlej²í diagonály obrázku. Roberts·v operátor se pouºívá p°edev²ím pro
detekci hran se sklonem 45◦.
Roberts·v operátor m·ºeme rozd¥lit na dv¥ sloºky, z nichº kaºdá detekuje hrany v jed-
nom ze dvou na sebe kolmých sm¥r·.
Sobel·v operátor
Na podobném principu jako Roberts·v operátor je zaloºen Sobel·v operátor (obr. 3.1). Tento
operátor je sm¥rov¥ orientovaný, aproximuje první derivaci a pracuje s okolními pixely práv¥
zkoumaného pixelu podle pouºité dvojice komplementárních konvolu£ních masek. Vºdy je
sloºen z dvojice komplementárních konvolu£ních masek ozna£ených jako h a h¯. Komple-
mentární maska se získá z p·vodní masky rotací o devadesát stup¬· kolem st°edu. Protoºe
se v dal²ím výpo£tu vypo£ítá druhá mocnina nebo absolutní hodnota, je nepodstatné, zda
masku otá£íme doleva £i doprava.
Jako komplementární konvolu£ní masky m·ºeme pouºít nap°íklad tyto matice:
h =
 −1 0 1−2 0 2
−1 0 1
 , h¯ =




 −2 −1 0−1 0 1
0 1 2
 , h¯ =




Absolutní velikost gradientu je potom získána dvojnásobnou aplikací konvoluce, nejprve
pro h a poté pro h¯, a sou£tem:
|G| =
√
h2 + h¯2. (3.5)
Sou£et je tedy moºno zjednodu²it na:
|G| = |h|+ |h¯|. (3.6)
Obrázek 3.1: Lena  Sobel·v operátor, p°evzato z [?]
Laplace·v operátor
Dal²í moºnou metodou pro detekci hran je Laplace·v operátor. Výpo£et pomocí tohoto
operátoru je na rozdíl od p°ede²lých p°ípad· zaloºen na konvoluci. Laplace·v operátor se
ozna£uje jako ∆ a pro výpo£et ze £ty°okolí pixelu ve sm¥ru kolmém na sou°adnicové osy
má jeho konvolu£ní jádro tvar
h =
 0 1 01 −4 1
0 1 0

Varianta, která k výpo£tu velikosti gradientu vyuºívá hodnot z osmiokolí pixelu, má tvar
h =
 1 1 11 −8 1
1 1 1

Laplace·v operátor je invariantní k otá£ení o násobky 45◦.
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Cannyho hranový detektor
Dal²í moºností pro detekci hran v dvourozm¥rném obraze je Cannyho hranový detektor [?]
(obr. 3.2). Cannyho hranový detektor je obecn¥ znám jako optimální hranový detektor. Je
navrºen tak, aby spl¬ovat t°i základní poºadavky, které detektory zmín¥né d°íve nezaru£ují.
Tyto poºadavky jsou:
1. minimální po£et chyb - musí být detekovány v²echny hrany a nesmí být ºádná odezva
na místa, která hranami nejsou
2. p°esnost - poloha detekované hrany musí být ur£ena co nejp°esn¥ji
3. jednozna£nost - kaºdá hrana m·ºe být detekována pouze jednou
Postup detekce hran v obraze pomocí tohoto detektoru by se m¥l skládat z následujících
£ástí:
1. eliminace ²umu Gaussovým ﬁltrem
2. ur£ení gradientu(první derivace)
3. nalezení lokálních maxim
4. eliminace nevýznamných hran
Obrázek 3.2: Lena  Cannyho hranový detektor, vytvo°eno pouºitím programu IrfanView
Eliminace ²umu Gaussovým ﬁltrem








kde x, y jsou sou°adnice pixelu v obraze a σ je standardní odchylka rozd¥lení (b¥ºn¥
σ = 1− 1.4).
Výpo£et je vhodné realizovat pomocí konvoluce. Tímto vzorcem se vypo£ítá pouze kon-
volu£ní maska, která se pak aplikuje na celý obraz.
Velikost a sm¥r gradientu
V této £ásti algoritmu je nejvhodn¥j²í pouºít Sobel·v operátor 3.2. Sobel·v operátor totiº
vrací nejen velikost gradientu hrany, ale také její sm¥r. Sm¥r hrany totiº pot°ebujeme v dal-
²ích krocích.
Nalezení lokálních maxim (thining)
Úkolem této £ásti je vybrat z hodnot gradient· (stanovených v p°edchozím kroku) jen lokální
maxima. Respektive odebrat body, které nejsou maximem. Tím zajistíme, ºe hrana bude
detekována v míst¥ nejv¥t²ího gradientu.
Toto znamená najít pixely, jejichº okolí je ve sm¥ru a proti sm¥ru gradientu niº²í. Máme-
li nap°íklad pixel, jímº prochází svislá hrana, musí být jeho levý a pravý soused niº²í hodnoty
(hodnota jeho gradientu) aby byl ur£en jako skute£ná hrana. Pokud podmínku nespl¬uje,
není ozna£en za hranu. Které dva okolní pixely zahrnout do porovnávání je dáno sm¥rem
gradientu (ur£eno v p°edchozím kroku).
Eliminace nevýznamných hran (prahování)
V p°edchozím kroku jsme ur£ili kde p°esn¥ leºí hrany, ale doposud jsme se nezabývali vý-
znamem hran. V tuto chvíli jsou ozna£eny i ty nejmen²í hrany, protoºe i ty mají své lokální
maximum. Není vhodné ur£it jeden práh nad kterým budeme gradient povaºovat za vý-
znamný, protoºe hodnota m·ºe kolísat nap°íklad vlivem ²umu.
Zvolíme si tedy minimální (T1) a maximální (T2) hodnotu (prahy) mezi kterými m·ºe
gradient kolísat. Pokud hodnota gradientu daného pixelu leºí nad vy²²ím prahem T2 je
p°ímo ozna£en jako hranový. Pokud posuzujeme bod, jehoº hodnota leºí mezi T1 a T2 pak
je jako hrana ozna£en jedin¥ pokud sousedí s bodem který uº byl jako hrana ozna£en d°íve.
Cannyho hranový detektor je nap°íklad pro detekci hran pouºit v programu IrfanView.
Operátory, které zvýraz¬ují hrany, zvýraz¬ují bez rozdílu v²echny vysoké frekvence
a tedy i ²um. Operátory, které pracují s v¥t²í konvolu£ní maskou (s v¥t²ím okolí pixelu),
zvýraz¬ují ²um mén¥.
Sou£et hodnot konvolu£ních masek pro detekci hran musí být roven nule. Toto zaru£í,
ºe v oblastech s konstantní hodnotou bude i odezva konvoluce nulová.
3.3 Bresenham·v algoritmus pro kresbu kruºnice
Téº známý jako Midpoint algoritmus, popsaný nap°. v [?] je algoritmus pro kresbu kruºnice,
který p°i rasterizaci nachází body leºící nejblíºe skute£né kruºnici pouze pomocí celo£íselné
aritmetiky. V p°ípad¥ vykreslování kruºnice je moºno s výhodou vyuºít skute£nosti, ºe
kruºnice je st°edov¥ symetrická (obr. 3.3). Z jediného vypo£ítaného bodu kruºnice lze tedy
odvodit dal²ích sedm bod· pouhou zám¥nou sou°adnic a zm¥nou jejich znaménka. Pro
vykreslení celé kruºnice tedy sta£í vypo£ítat hodnoty sou°adnic bod· leºících v jednom
oktantu, nap°íklad v úseku od x = 0 do x = y.
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Obrázek 3.3: Symetrické body na kruºnici, p°evzato z [?]
Obrázek 3.4: ást kruºnice v rastru, p°evzato z [?]
Pro popis postupu výpo£tu jednotlivých bod· kruºnice vyuºiji obrázek 3.4, kde je zob-
razena £ást rastru, který leºí v jednom oktantu kruºnice. V tomto oktantu se sou°adnice x
li²í od sousedních bod· vykreslované kruºnice práv¥ o jeden pixel. Krok v ose x je tedy kon-
stantní, vedlej²í osou je osa y. Algoritmus za£íná v bod¥ [0, r] a kon£í v pr·se£íku kruºnice
s hlavní diagonálou, kdy x = y.
Pro body na kruºnici platí implicitní rovnice x2 + y2 − r2 = 0, kterou zapí²eme jako
funkci:
F (x, y) : x2 + y2 − r2 = 0 (3.8)
Znaménko funkce ur£uje polohu bodu [x, y] v·£i kruºnici. Funk£ní hodnota pro body
uvnit° kruºnice je záporná, pro body vn¥ je kladná. Funkce F je proto vhodným kritériem
p°i zavedení rozhodovacího £lenu. P°edpokládejme, ºe bod [xi, yi] byl ur£en jako bod nejbliº²í
skute£né kruºnici. Následující bod m·ºe tedy mít bu¤ sou°adnice [xi+1, yi], nebo [xi+1, yi−
1]. Na obrázku m·ºeme dále vid¥t nazna£ený bod leºící v polovin¥ mezi dv¥ma uvedenými
kandidáty (takzvaný midpoint). Dosadíme-li jeho sou°adnice [xi + 1, yi − 12 ] do funkce 3.8,
znaménko výsledku ur£í, zda tento bod leºí vn¥ nebo uvnit° kruºnice. Výslednou hodnotu
budeme op¥t nazývat rozhodovacím £lenem pi:
20
1. Inicializuj pomocné prom¥nné: dvex = 3, dvey = 2r − 2
2. Inicializuj rozhodovací £len p na hodnotu 1− r
3. Inicializuj [x, y] jako [0, r]
4. Dokud je x ≤ y, opakuj:
(a) Vykresli osm bod· symetrických s bodem [x, y]
(b) Je-li hodnota p kladná, pak
i. p = p− dvey
ii. dvey = dvey − 2
iii. y = y − 1
(c) p = p+ dvex
(d) dvex = dvex+ 2
(e) x = x+ 1
Algoritmus 3.1: Bresenham·v algoritmus pro kresbu kruºnice
pi = F (xi + 1, yi − 1
2
)
= (xi + 1)
2 + (yi − 1
2
)2 − r2 (3.9)
Je-li znaménko pi záporné, bude pro dal²í kresbu vybrán bod se stejnou sou°adnicí yi,
jinak bude vykreslen bod leºící o jeden pixel níºe.
Hodnotu itera£ního £lenu budeme ur£ovat b¥hem itera£ního výpo£tu z p°edcházející
hodnoty. Po úprav¥ tedy získáme výsledný vzorec:
pi+1 = pi + 2xi + 3 + (yi − 1
2
)2 + (yi+1 − 1
2
)2 (3.10)
Vzorec 3.10 m·ºeme tedy vy£íslit podle znaménka pi:
pi ≤ 0 pi+1 = pi + 2xi + 3
pi > 0 pi+1 = pi + 2xi + 5− 2yi
I p°esto, ºe vzorce pro aktualizaci rozhodovacího £lenu obsahují násobení, lze je imple-
mentovat jen pomocí s£ítání a ode£ítání. Pro £leny 2xi a 2yi zavedeme pomocné prom¥nné
dvex a dvey, obsahující dvojnásobek p°íslu²né sou°adnice. Kdyº se hodnota x, respektive
y zm¥ní o jedni£ku, aktualizujeme p°íslu²nou pomocnou prom¥nnou p°i£tením, respektive
ode£tením dvojky. Tyto prom¥nné inicializujeme tak, abychom se ve vý²e uvedené tabulce




RANSAC je zkratka z RANdom SAmple Consensus. Je to iterativní metoda ur£ení
parametr· matematického modelu z dodaných dat. Je to nedeterministický algoritmus, coº
znamená, ºe poºadované výsledky pomocí n¥j získáme jen s ur£itou pravd¥podobností. Tato
pravd¥podobnost se zvy²uje s po£tem iterací, které algoritmu umoºníme.
Základní p°edpoklad pro tento algoritmus je, ºe data lze rozd¥lit na takzvané inliers,
coº jsou data, která vyhovují hledanému modelu a outliers, coº jsou naopak data, která
hledanému modelu nevyhovují. Tento algoritmus je hodn¥ závislý na okolním ²umu v obraze.
Algoritmus RANSAC také obsahuje funkci, která ov¥°uje, zda jsme nalezli dostate£ný po£et
inliers a lze tak s ur£itou jistotou ur£it, zda jsme nalezli opravdu hledaný objekt.
Vstupem algoritmu RANSAC jsou data, ve kterých hledáme objekt, parametrický popis
hledaného objektu a parametry, pomocí kterých lze ur£it, ºe jsme jiº hledaný objekt nalezli.
RANSAC dosahuje svého cíle iterativním vybíráním náhodné podmnoºiny dat. Tyto data
ozna£í jako hypotetické inliery a provede s nimi následující testy:
1. Pokusí se zrekonstruovat model tak, ºe v²echny nalezené hypotetické inliery umístí
tak, aby co nejlépe odpovídaly hledanému modelu.
2. V²echny ostatní data jsou poté také otestována a pokud je lze umístit do hledaného
modelu, jsou také za°azeny do skupiny hypotetických inlier·.
3. Nalezený model m·ºeme ozna£it za dobrý, pokud bylo dostate£n¥ mnoho bod· klasi-
ﬁkováno jako hypotetické inliery.
4. Algoritmus se následn¥ pokusí zrekonstruovat model pomocí v²ech nalezených hypo-
tetických inlier·, protoºe model byl rekonstruován pouze pomocí po£áte£ní skupiny
hypotetických inlier·.
5. Nakonec je model porovnán s parametry, které ur£ují, zda jsme skute£n¥ nalezli hle-
daný model a pokud nalezený model vyhoví t¥mto parametr·m, je ozna£ený za sku-
te£ný.
Tyto kroky se opakují ur£itý p°edem daný po£et iterací. Z kaºdé iterace dostaneme
jako výsledek bu¤ nov¥ nalezený model, nebo nedostaneme nic. Pokud dostaneme nový
model, porovnáme ho s nejlep²ím zatím nalezeným modelem a pokud má lep²í vlastnosti,
neº p°edchozí model, uchováme si tento nov¥ nalezený model.
Ur£ení parametr·
Hodnoty parametr· t a d musí být ur£eny podle druhu dat, ve kterých hledáme model a
podle speciálních poºadavk·, které na tento hledaný model klademe. Parametr k (po£et
iterací) m·ºe být zji²t¥n pomocí teoretických výpo£t·. Nech´ p je pravd¥podobnost, ºe
algoritmus v n¥které iteraci vybere ze vstupních dat jenom n inlier·, ze kterých m·ºe být
model sestaven. Pokud se toto stane, model bude pravd¥podobn¥ povaºován za dobrý, takºe
p udává pravd¥podobnost, ºe algoritmus v jednom kroku nalezne uºite£ný výsledek. Nech´




pocet inlieru v datech
celkovy pocet bodu v datech
(3.11)
astým p°ípadem je, ºe w není dop°edu známo, ale m·ºeme ur£it alespo¬ hrubý odhad
této hodnoty. Pokud p°edpokládáme, ºe n bod· pot°ebných pro sestavení modelu je vybráno
samostatn¥, wn je pravd¥podobnost, ºe v²echny nalezené body pat°í mezi inliery a 1−wn je
pravd¥podobnost, ºe alespo¬ jeden z n nalezených bod· je outlier, tedy ºe dojde k nalezení
²patného modelu. Pravd¥podobnost (1 − wn)k je pravd¥podobnost, ºe algoritmus nikdy
nevybere sadu n bod·, ve kterých jsou v²echny body ozna£eny jako inliery. Tato hodnota
musí být stejná jako 1− p, proto lze napsat
1− p = (1− wn)k (3.12)
coº po zlogaritmování obou stran vede na vzorec
k = (log(1− p))/(log(1− wn)) (3.13)
Je ale pot°eba zd·raznit, ºe tento vzorec platí pouze v p°ípad¥, pokud n bod· z dat
bylo vybráno nezávisle na sob¥, coº znamená, ºe pokud byl vybraný bod vy°azen jako
nevyhovující, je moºné ho ve stejné iteraci op¥t vybrat jako vyhovující. Tento výpo£et
po£tu iterací je ale zdlouhavý, proto se £ast¥ji po£et iterací odvozuje od zp·sobu, jakým
chceme model v datech hledat.
Výhody a nevýhody
Výhoda algoritmu RANSAC je robustní odhad parametr· modelu, z £ehoº vyplývá, ºe al-
goritmus je schopen najít model i pokud data obsahují v¥t²í mnoºství outlier·. Nevýhodou
tohoto algoritmu je neexistence horní hranice, jak dlouho má toto hledání probíhat. Pokud
horní hranici (po£et iterací) nastavíme, pak je moºné, ºe neobdrºíme optimální výsledek,
v nejhor²ím p°ípad¥ to m·ºe být výsledek, který se v·bec v datech nenachází. Dobrý model
m·ºe být tímto algoritmem vrácen pouze s ur£itou pravd¥podobností. Tato pravd¥podob-
nost nalezení správného modelu se zvy²uje se zvy²ujícím se po£tem iterací algoritmu. Dal²í
nevýhodou tohoto algoritmu je pot°eba nastavení jednotlivých prah· podle hledaného mo-
delu.
Algoritmus RANSAC m·ºe být pouºit pouze pokud se v prohledávaných datech nalézá
jeden jediný model, který chceme najít. Pokud se v datech nachází dva a více model·, je
pravd¥podobné, ºe algoritmus nenalezne ani jeden z t¥chto model·.
Algoritmus RANSAC pro hledání kruºnice
Algoritmus RANSAC lze s omezeními popsanými vý²e vyuºít nap°íklad pro vyhledávání
kruºnic v obraze. Tuto verzi algoritmu si popí²eme pro jednu iteraci. Je²t¥ p°ed zapo£etím
práce algoritmu se barevný obraz p°evede na £ernobílý a nadetekují se v n¥m hrany. Pixely
v obraze ozna£ující hrany se set°ídí do jednoho pole.
Z tohoto pole bílých pixel· se vyberou náhodn¥ t°i pixely, o kterých budeme p°edpo-
kládat, ºe jsou to pixely na obvodu hledané kruºnice. Vypo£ítáme si z nich tedy st°ed a
polom¥r pomyslné kruºnice pomocí následujících vzorc·:
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bax = x2 − x1 (3.14)
bay = y2 − y1 (3.15)
cax = x3 − x1 (3.16)
cay = z3 − z1 (3.17)
E = bax · (x2 + x1) + bay · (y1 + y2) (3.18)
F = cax · (x1 + x3) + cay · (y1 + y3) (3.19)
G = 2 · (bax · (y3 − y2)− bay · (x3 − x2)) (3.20)
cx =




bax · F − cax · E
G
(3.22)
dx = cx− x1 (3.23)
dy = cy − y1 (3.24)
rad =
√
dx2 + dy2 (3.25)
kde
• x1, x2, x3, y1, y2 a y3 jsou sou°adnice t°í náhodn¥ vybraných bod·
• cx a cy jsou sou°adnice st°edu detekované kruºnice
• rad je polom¥r detekované kruºnice
Poté procházíme obraz a zkou²íme, které pixely ozna£ující hrany jsou ve vzdálenosti
polom¥ru p°edpokládané kruºnice. Pokud t¥chto pixel· nalezneme dostate£ný po£et v¥t²í
neº ur£ený práh, st°ed a polom¥r této kruºnice si zapamatujeme, dokud neukon£íme algo-
ritmus po ur£itém po£tu krok· nebo dokud v n¥kterém dal²ím kroku nenalezneme kruºnici
s parametry, které nám vyhovují lépe.
3.5 Houghova transformace
P°evzato z [?].
Houghova transformace je metoda pro nalezení parametrického popisu objekt· v obraze.
P°i implementaci je t°eba znát analytický popis tvaru hledaného objektu. Tato metoda je
proto pouºívána pro detekci jednoduchých objekt· v obraze, jako jsou p°ímky, kruºnice,
elipsy, atd. Výhodou této metody je její robustnost. Tato metoda totiº není p°íli² citlivá na
²um.
Nejjednodu²²í p°ípad Houghovy transformace je lineární transformace pro hledání p°í-
mek. P°ímka m·ºe být popsána pomocí následující funkce
y = mx+ b (3.26)
a m·ºe být jednodu²e nakreslena do obrazu za pouºití obrazových bod· (x, y). Hlavní
idea Houghovy transformace je nebrat v úvahu p°ímku jako posloupnost jednotlivých obra-
zových bod·, ale místo toho brát v úvahu parametry této p°ímky. V uvedené funkci jsou to
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parametry m pro sklon p°ímky a b pro posun p°ímky. Tento p°ístup je zaloºen na faktu, kdy
m·ºe být p°ímka y = mx + b reprezentována jako bod (b, m) v parametrickém prostoru.
Ale protoºe parametry m a b nejsou u svislých p°ímek nijak omezeny, zavádí se dal²í dva
parametry r a Θ.
Obrázek 3.5: Parametrické vyjád°ení p°ímky, p°evzato z [?]
Parametr r reprezentuje vzdálenost mezi p°ímkou a po£átkem sou°adné soustavy, za-
tímco parametr Θ reprezentuje úhel, který svírá vektor sm¥°ující z po£átku sou°adné sou-
stavy k nejbliº²ímu dobu p°ímky.
Parametricky lze p°ímku vyjád°it následujícím vzorcem.
y = (−cos(Θ)
sin(Θ)
) · x+ r
sin(Θ)
(3.27)
který lze p°epsat na vzorec
r = x · cos(Θ) + y · sin(Θ) (3.28)
Proto je moºno kaºdé p°ímce v obrazu p°i°adit dvojici (r, Θ), která je jednozna£ná,
pokud Θ ∈ [0, pi) a r ∈ R, nebo pokud Θ ∈ [0, 2pi) a r ≥ 0. Rovina (r, Θ) se nazývá
Hough·v prostor.
Skrz jeden bod roviny je moºno vést nekone£n¥ mnoho p°ímek. Pokud je tento bod
v obraze reprezentován body (x0, y0), pak pro v²echny p°ímky procházející tímto bodem
platí
r(Θ) = x0 · cos(Θ) + y0 · sin(Θ) (3.29)
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Toto odpovídá sinusoid¥ v rovin¥ (r, Θ), která je pro tento bod jedine£ná. Pokud v Hou-
ghov¥ prostoru zobrazíme dv¥ sinusoidy, které odpovídají dv¥ma r·zným bod·m, pak místo
v Houghov¥ prostoru, kde se protnou, odpovídá p°ímce v p·vodním obrazu. Obecn¥ tedy lze
°íci, ºe sada bod·, které tvo°í p°ímku, vytvo°í sinusoidy, které se v²echny protnou v bod¥,
který odpovídá parametr·m hledané p°ímky v obrazové rovin¥.
3.6 Vypl¬ování hranice nakreslené v rastru
P°evzato z [?].
Metody pro vypl¬ování jiº nakreslené hranic v rastru jsou obecn¥ nazývány jako semín-
kové vypl¬ování (seed ﬁll), nebo´ jejich nezbytným parametrem jsou sou°adnice semínka -
vybraného vnit°ního bodu oblasti. Vzhledem k tomu, ºe hranice oblasti není p°edem geome-
tricky jasn¥ deﬁnována, v²echny informace o oblasti se získávají £tením z obrazové (rastrové)
pam¥ti. Od semínka se postupn¥ roz²i°uje prohledávání obrazové pam¥ti a nalezeným vnit°-
ním bod·m se nastaví nová barva.
Sm¥r prohledávání a vypl¬ování úzce souvisí s charakterem hranice, respektive s tím, co
povaºujeme za vnit°ní £ást oblasti. Rozli²ujeme 4spojité (4souvislé) a 8spojité (8souvislé)
oblasti podle toho, zda mezi jejich libovolnými body existuje cesta sloºená ze 4spojitých,
respektive 8spojitých spojnic.
Jak lze vid¥t na obrázku 3.6, kaºdému typu oblasti odpovídá jiný typ hranice. Nap°íklad
Bresenham·v algoritmus 3.3 vytvá°í 8spojité posloupnosti pixel·, které ohrani£ují 4spojité
oblasti. Pro ohrani£ení 8spojité oblasti musíme pouºít 4spojitou hranici.
Obrázek 3.6: 4spojitá oblast (vlevo) ohrani£ená 8spojitou hranicí a 8spojitá oblast (vpravo)
ohrani£ená 4spojitou hranicí, (semínko zvýrazn¥no), p°evzato z [?]
P°i semínkovém vypl¬ování tedy postupujeme od zadaného semínka a zkoumáme, zda
jeho sousední body pat°í k vnit°ní £ásti oblasti. O p°íslu²nosti bodu k oblasti rozhodujeme
podle n¥které testované vlastnosti, nap°íklad podle barevné intenzity. Existují dv¥ základní
varianty semínkového vypl¬ování:
1. Hrani£ní semínkové vypl¬ování - testovaný bod je vnit°ní, pokud má testovanou vlast-
nost odli²nou od vlastnosti hranice, nap°íklad má-li jinou barvu.
2. Záplavové semínkové vypl¬ování - testovaný bod je vnit°ní, pokud má testovanou
vlastnost shodnou jako zadané semínko. Tato metoda se také nazývá lavinové vypl¬o-
vání £i p°ebarvování.
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1. Umísti semínko (x, y)
2. Pokud je bod [x, y] vnit°ním bodem oblasti a dosud nebyl obarven, pak
(a) Obarvi bod [x, y] poºadovanou barvou
(b) Umísti semínko (x+ 1, y)
(c) Umísti semínko (x− 1, y)
(d) Umísti semínko (x, y + 1)
(e) Umísti semínko (x, y − 1)
Algoritmus 3.2: Semínkové vypl¬ování rekurzivním postupem, p°evzato z [?]
Test porovnání vlastností m·ºe být sloºit¥j²í, neº jen ov¥°ení shody dvou hodnot. M·-
ºeme nap°íklad poºadovat, aby byla testovaná vlastnost v ur£itém rozsahu hodnot, nap°í-
klad v intervalu jasu £i barevného odstínu. Tato verze testu je vhodná v okamºiku, kdy byla
hranice oblasti vyhlazena a získala nestejný odstín.
Nejjednodu²²í metoda je popsána rekurzivním algoritmem 3.2. Na první pohled ele-
gantní, p°ehledný zápis je ve skute£nosti tém¥° nepouºitelný. í°ení semínek do v²ech sm¥r·
má totiº za následek , ºe kaºdý vnit°ní pixel je testován n¥kolikrát i poté, co jiº byl obarven.
tení z obrazové pam¥ti p°itom pat°í mezi pomalé operace.
ádkové semínkové vypl¬ování
Metoda, která sniºuje po£et p°ístup· do rastrové pam¥ti,se nazývá °ádkové semínkové vy-
pl¬ování (scan-line seed ﬁll). Je uvedena v algoritmu 3.3. Princip algoritmu spo£ívá ve
vypl¬ování souvislých vodorovných úsek· a prohledávání interval· nad a pod t¥mito úseky.
Kaºdá vodorovná °ada vnit°ních bod· nad, respektive pod daným úsekem tvo°í nový úsek,
který je rekurzivn¥ zpracován. Algoritmus je t°eba inicializovat nalezením prvního úseku,
který obsahuje zadané semínko.
Na obrázku yrefseminka2 je nakreslen stav vypl¬ované oblasti p°i postupném provád¥ní
algoritmu. Starovním semínkem je bod A. P°i inicializaci je nalezen úsek obsahující tento
bod a kon£ící v hranicích oblasti. Poté je moºno zavolat algoritmus 3.3.
Po vypl¬ení úseku v okolí bodu A jsou testovány intervaly nad a pod tímto úsekem.
Výsledkemje volání algoritmu pro úseky s bodem B (z horní oblasti) a C (z dolní oblasti).
Po vypln¥ní úseku s bodem C jsou nalezeny volné úseky s body D, E a F . Postupn¥ je
vypln¥na oblast pod úsekem E, bad úsekem D a nakonec nad úsekem B.
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Obrázek 3.7: Postup p°i °ádkovém semínkovém vypl¬ování, p°evzato z [?]
• Vypl¬Úsek(x, xL, xR)
1. vypl¬ pixely v úseku od [xL, y] do [xR, y]
2. v (horním) intervalu mezi [xL, y − 1] a [xR, y − 1] hledejsouvislé vnit°ní úseky.
Pro kaºdý i-tý úsek prove¤:
Vypl¬Úsek(y − 1, xLi, xRi)
3. v (dolním) intervalu mezi [xL, y + 1] a [xR, y + 1] hledej souvislé vnit°ní úseky.
Pro kaºdý j-tý úsek prove¤:
Vypl¬Úsek(y + 1, xLj , xRj)
Algoritmus 3.3: ádkové semínkové vypl¬ování, p°evzato z [?]
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Kapitola 4
Návrh detektoru zoubkování známek
Tato kapitola obsahuje obecný popis problém· °e²ených v aplikaci a nasti¬uje moºnosti
jejich °e²ení.
Program, který se v této práci pokusím navrhnout, bude na vstupu poºadovat obrázek
po²tovní známky. Výstupem bude hodnota zoubkování na jednotlivých stranách rozpoznané
po²tovní známky.
Aplikace bude pracovat v n¥kolika krocích:
1. na£tení vstupního obrázku obsahujícího po²tovní známku pro ur£ení jejího zoubkování
2. prahování - p°evede vstupní obrázek na £ernobílý
3. vy£i²t¥ní okolí známky
4. detekce po²tovní známky v obraze
5. detekce st°ed· perforací
6. ur£ení zoubkování
Blokové schéma na obrázku 4.1 znázor¬uje princip práce programu.
Implementa£ní detaily jednotlivých krok· jsou popsány dále v kapitole 5. Nyní bude
následovat hrubý ná£rt principu t¥chto krok·.
4.1 Na£tení vstupního obrazu
Na£tení obrazu je nutné p°ed kaºdým zpracováním obrazu. Obraz je na£ten podle jména
souboru obsahujícího zkoumanou známku.
4.2 Prahování
Prahování zbaví obraz barevné informace, která je pro dal²í kroky zbyte£ná a vstupní ob-
raz p°evede na £ernobílý. Prahování funguje na jednoduchém principu, kdy hodnota jasu
jednotlivých bod· je srovnána se zvolenou hodnotou prahu. V p°ípad¥, ºe je hodnota jasu
men²í neº hodnota prahu, je tento bod ozna£en jako £erný, v opa£ném p°ípad¥ jako bílý.
Pokud je vstupní obraz barevný, provede se nejd°íve jeho p°evedení na stupn¥ ²edi pomocí
rovnice y = 0, 299 ·R+ 0, 587 ·G+ 0, 114 ·B, kde R, G a B jsou jednotlivé barevné sloºky
(£ervená, zelená a modrá) a y je výsledná hodnota jasu. Prahování slouºí k segmantaci
obrazu - rozd¥luje obraz na £ásti, které jsou známka a které jsou pozadí.
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Obrázek 4.1: Blokové schéma návrhu detektoru zoubkování po²tovních známek
4.3 Vy£i²t¥ní okolí známky
Dal²ím krokem programu je odstran¥ní neºádoucích objekt· z okolí po²tovní známky. Tato
operace je d·leºitá, protoºe pokud bychom ji neprovedli a známka by nebyla vyfocena na
n¥jakém konstantním pozadí, mohlo by toto pozadí zanést chybu do následujících funkcí
programu. Toto vy£i²t¥ní okolí lze provád¥t nap°íklad opakovanou aplikací ﬁltr·, které slouºí
pro rozost°ování obrazu s následnou op¥tovnou detekcí hran.
4.4 Detekce po²tovní známky
Poté, co jsme z obrazu odstranili okolní ²um, je pot°eba, abychom n¥jakým zp·sobem zjis-
tili, kde p°esn¥ se v obraze hledaná známka nachází, abychom v dal²ích £ástech programu
nemuseli procházet celý obraz, ale abychom procházeli pouze jeho uºite£nou £ást. Pro tuto
£ást programu se hodí nap°íklad algoritmus RANSAC upravený pro vyhledávání obdélník·.
Krom¥ algoritmu RANSAC je moºno nap°íklad po²tovní známku detekovat pomocí histo-
gram·.
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4.5 Detekce st°ed· perforací
Po detekci hran po²tovní známky je dále pot°eba ur£it st°edy perforací na jednotlivých stra-
nách detekované po²tovní známky. K tomuto je moºno nap°íklad vyuºít algoritmus RANSAC
upravený pro vyhledávání kruºnice, nebo lze také vyuºít Houghovu transformaci upravenou
pro vyhledávání kruºnic.
Vzhledem k tomu, ºe existují i po²tovní známky, které mají na kaºdé stran¥ jiné zoub-
kování, je nutné tuto detekci st°ed· perforací provést pro kaºdou stranu po²tovní známky
zvlá²´.
V této £ásti programu se musíme n¥jakým zp·sobem vypo°ádat hlavn¥ s rozli²ením
obrazu, protoºe i pro stejné obrázky, jenom v jiném rozli²ení nám budou námi detekované
polom¥ry st°ed· perfora£ních otvor· vycházet jako velmi rozdílná £ísla.
Nepot°ebujeme zde zji²´ovat p°esné rozli²ení obrazu, jenom v této £ásti musíme toto
rozli²ení n¥jakým zp·sobem zohlednit.
4.6 Ur£ení zoubkování
Poslední £ást programu by se m¥la v¥novat jiº kone£nému ur£ování zoubkování.
V této £ásti programu jiº p°esné rozli²ení obrazu zjistit pot°ebujeme, abychom mohli
poté p°epo£ítat nalezené po£ty st°ed· na vzdálenost 2 cm, ve které se zoubkování po²tovních
známek udává.
Vzhledem k tomu, ºe knihovna OpenCV neobsahuje ve struktu°e na£ítaných obrázk·
jejich rozli²ení, musíme v této £ásti vyuºít n¥kterého jiného zp·sobu ur£ování rozli²ení ob-
rázku.
Tuto £ást by bylo moºno °e²it detekcí n¥jakého p°edem známého objektu, který by byl
vyfocen spole£n¥ s po²tovní známkou, nap°íklad detekcí kruhu o p°edem známém polom¥ru.
Tuto detekci je nutno d¥lat je²t¥ p°ed detekcí samotné po²tovní známky a tento detekovaný
objekt je nutno odstranit, aby nedocházelo ke zkreslení detekovaných hran po²tovní známky.
Detekci kruhu by bylo moºno provád¥t nap°íklad pomocí algoritmu RANSAC. Tento algo-
ritmus v²ak z d·vodu vybírání náhodných bod· nemusí vykazovat uspokojivé výsledky.
Vzhledem k faktu, ºe pouºívané pr·m¥ry perfora£ních jehel se od sebe p°íli² neli²í, je
také moºno p°i zji²´ování rozli²ení obrazu vycházet z polom¥r· nadetekovaných perfora£ních
otvor·.
Následující tabulka udává p°ibliºné rozli²ení obrázku vzhledem k pr·m¥r·m detekova-
ných perfora£ních otvor·.
rozli²ení obrazu pr·m¥r perfora£ních otvor·
1200DPI > 40
600DPI 20 − 40
300DPI 10 − 20
150DPI < 10
Pomocí této tabulky tak lze odhadnout rozli²ení obrazu. Toto rozli²ení ur£uji pro kaºdou
stranu po²tovní známky zvlá²´. Pokud ur£ím stejné rozli²ení na v²ech £ty°ech stranách
známky, pak lze p°edpokládat, ºe vstupní obraz má toto rozli²ení.
Po zji²t¥ní rozli²ení obrazu jiº tedy pouze p°epo£ítáme po£ty nalezených st°ed· perfo-
ra£ních otvor·.
Stejn¥ jako v p°edchozím p°ípad¥ detekci st°ed· perforací, je nutno i tuto klasiﬁkaci




V této kapitole je podrobn¥ji popsána vlastní implementace programu. Budou zde vysv¥tleny
pouºité postupy i algoritmy.
Program pracuje s obrázky ve formátu bmp a jpg, získanými pomocí digitálního fotoa-
parátu nebo skeneru. Obrázky po²tovních známek není pot°eba p°ed zpracováním pomocí
programu nijak upravovat, ale je vhodné, aby byly známky vyfoceny na kontrastním pozadí
a aby byly oto£eny zadní stranou vzh·ru. Algoritmy, které jsem v programu pouºil totiº na
nep°íli² kontrastním pozadí nevykazují dobré výsledky a vyfocení známky p°ední stranou
vzh·ru také zaná²í do algoritm· chybu.
Program jsem psal v programovacím jazyce C++, v programu Dev-cpp, pod opera£ním
systémem Windows 7. V programu vyuºívám knihovnu OpenCV ve verzi 1.1. Aby bylo vy-
sv¥tlování mnou vytvo°ených algoritm· názorn¥j²í, budu je dopl¬ovat ukázkovýmy obrázky.
5.1 Knihovna OpenCV
OpenCV (Open Computer Vision Library) [?] je voln¥ dostupná graﬁcká knihovna p·vodn¥
vyvíjená spole£ností Intel. Má bohatou zásobu funkcí zam¥°ených p°eváºn¥ na zpracování
obrazu, ale i na tvorbu uºivatelského rozhraní, práci s graﬁckými formáty a mnoho dal²ích.
V programu ji vyuºívám práv¥ kv·li funkcím pro zpracování obrazu. Konkrétn¥ z ní
vyuºívám Cannyho hranový detektor, prahování a práci se vstupním formátem obrazu.
5.2 Parametry programu
Parametry programu
projekt filename [-o] [-d] [-dpi rozliseni]
Program pro své spu²t¥ní poºaduje minimáln¥ jeden parametr, kterým je název souboru
v£etn¥ p°ípony obsahujícího obraz známky. Knihovna OpenCV podporuje soubory typu
bmp a jpg.
Název souboru musí být uveden jako první parametr.
N¥kolik následujících parametr· je nepovinných
• -o - tento parametr udává, zda se bude zobrazovat výstupní obrázek
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• -dpi rozliseni - tímto parametrem je moºno zadat rozli²ení vstupního obrazu. Pokud
je tento parametr zadán, rozli²ení se jiº v programu neur£uje
• -d - program bude krom¥ názvu vstupního obrazu a zoubkování na jednotlivých stra-
nách vypisovat také podrobn¥j²í kontrolní výpisy.
P°íklad spu²t¥ní programu
projekt test.bmp -o -dpi 300
Program vypisuje na standardní výstup výsledky v následujícím formátu
filename ZoubkovaniVlevo ZoubkovaniVpravo ZoubkovaniNahore ZoubkovaniDole
Program je primárn¥ ur£en pro dávkové zpracování. Nepovinné parametry slouºí pouze
pro lad¥ní, p°ípadn¥ ke kontrole výsledk·.
5.3 Na£tení vstupního obrazu
V této £ásti vyuºívám knihovnu OpenCV, respektive její funkci cvLoadImage. Touto funkcí
na£tu vstupní obraz a p°evedu jej na t°íkanálový. Název zpracovávaného obrazu o£ekávám
jako první parametr zadávaný p°i spu²t¥ní programu. Ukázka £ásti obrazu známky na£teného
pomocí funkce cvLoadImage je na obrázku 5.1.
IplImage* cvLoadImage( const char* filename, int flags=CV_LOAD_IMAGE_COLOR );
Prvním parametrem funkce cvLoadImage je název otevíraného souboru, druhým para-
metrem je barevnost a bitová ²í°ka obrázku.
5.4 Prahování
Obrázek, který jsem v p°edchozím kroku na£etl je t°íkanálový. V tomto kroku provedu jeho
p°evod na jednokanálový £ernobílý obraz, se kterým budu v programu dále pracovat. Tento
p°evod provádím op¥t pomocí funkcí OpenCV ve dvou krocích. V prvním kroku provedu
p°evedení t°íkanálového obrazu na jednokanálový pomocí funkce cvCvtColor, která barevný
obraz p°evede na obraz v odstínech ²edi. Obraz v odstínech ²edi ale také je²t¥ není pro tento
program vhodný, proto v následujícím kroku takto upravený obraz dále upravím pomocí
prahování. K tomuto prahování vyuºívám Cannyho hranový detektor obsaºený v knihovn¥
OpenCV, tedy funkci cvCanny. Obraz upravený pomocí Cannyho hranového detektoru dále
vyuºívám v následujících £ástech programu.
void cvCvtColor( const CvArr* src, CvArr* dst, int code );
Prvním parametrem této funkce je vstupní obraz, druhým parametrem je výstupní obraz,
t°etím parametrem je kód udávající p°evodní vztah mezi obrázky.
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Obrázek 5.1: Výchozí obraz známky
void cvCanny( const CvArr* image, CvArr* edges, double threshold1,
double threshold2, int aperture_size=3 );
Prvním parametrem této funkce je vstupní obraz, druhým parametrem je výstupní obraz,
t°etím parametrem je první threshold, £tvrtým parametrem je druhý threshold. Posledním
parametrem je velikost kernelu pro Sobel·v operátor.
5.5 Vy£i²t¥ní okolí známky
Tuto £ást programu jsem implementoval op¥t pomocí funkcí OpenCV, konkrétn¥ s vyuºizím
funkce cvSmooth. Pomocí této funkce provedu rozmazání obrazu pomocí ﬁltru Gaussian
blur. Po pouºití funkce cvSmooth dojde k rozmazání obrazu. Následn¥ provádím op¥tovné
prahování obrazu pomocí Cannyho hranového detektoru - pomocí OpenCV funkce cvCanny.
Tuto akci - rozmazání a následné prahování provádím celkem dvakrát, aby do²lo k vy£i²t¥ní
co nejv¥t²í £ásti okolí známky.
P°ípadné dal²í vícenásobné pouºití funkce cvSmooth a Cannyho hranového detektoru
nemá jiº na vstupní obraz velký vliv, proto tyto funkce provádím pouze dvakrát.
obraz po pouºití uvedených funkcí je na obrázku 5.2.
34
Obrázek 5.2: Obraz známky po vy£i²t¥ní okolí známky
void cvSmooth( const CvArr* src, CvArr* dst,
int smoothtype=CV_GAUSSIAN,
int param1=3, int param2=0, double param3=0, double param4=0 );
Prvním parametrem této funkce vstupní obraz, druhým parametrem je výstupní obraz.
T°etí parametr udává typ ﬁltru, který se pro rozmazání pouºije. Následující parametry -
param1, param2, param3 a param4 udávají informace o pouºitém ﬁltru.
5.6 Detekce po²tovní známky
V této £ásti programu procházím obrázek upravený Cannyho hranovým detektorem a zba-
vený neºádoucího ²umu postupn¥ po jednotlivých °ádcích a poté po jednotlivých sloupcích.
P°i t¥chto pr·chodech si zaznamenávám po£ty bílých pixel· a poté z nich vytvo°ím dva
histogramy. Jeden histogram pro °ádky (vý²ku) obrázku a druhý histogram pro sloupce
(²í°ku) obrázku. Ukázkový histogram je zobrazen na obrázku 5.3. x-ová osa ozna£uje pozice
jednotlivých pixel·, na y-ové ose jsou zobrazeny po£ty nalezených bílých pixel·.
Pomocí t¥chto histogram· poté programem ur£ím pozici po²tovní známky v obraze a dále
ur£ím rozsahy v okolí jednotlivých hran známky, ve kterých budu poté provád¥t vyhledávání
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Obrázek 5.3: Ukázka histogramu pro detekci hran známky
jednotlivých st°ed· perforací.
Zji²´ování rozsah· z histogram· provádím v následujících krocích.
1. Naleznu nejvy²²í bod v levé £ásti histogramu
2. Od tohoto bodu postupuji v histogramu sm¥rem doleva a hledám místo, kde jsou
hodnoty pod 10% maximální hodnoty. Toto místo si zapamatuji.
3. Od bodu nalezeného v prvním kroku nyní v histogramu postupuji sm¥rem doprava a
op¥t hledám místo, kdy je dosaºeno hodnoty pod 10% maximální hodnoty. Toto místo
si op¥t zapamatuji.
4. Nyní op¥t naleznu nejvy²²í bod v histogramu, ale tentokráte v jeho pravé £ásti a
opakuji doby 2. a 3.
Uvedeným postupem získám celkem osm míst. Z t¥chto nalezených míst vytvo°ím celkem
osm bod·, které tvo°í okolí hrany po²tovní známky na obrázku. ty°i body ozna£ující vn¥j²í
hranici a zbylé £ty°i body ozna£ující vnit°ní hranici.
Hranice po²tovní známky, které byly detekovány tímto zp·sobem jsou zobrazeny na
obrázku 5.4.
Následující £ást programu provádím pouze v takto vymezené oblasti, aby se detekce
st°ed· perforací urychlila.
5.7 Detekce st°ed· perforací
Tato £ást programu se zabývá detekcí st°ed· perforací v obrázku.
V této £ásti programu vyuºívám hlavn¥ semínkové vypl¬ování a Houghovu transformaci.
U semínkového vypl¬ování vyuºívám verzi hrani£ního semínkového vypl¬ování a dal²í se-
mínka generuji do £ty°okolí, protoºe pokud bych semínka generoval do osmiokolí, mohl by
mi algoritmus nalézt pouze jeden st°ed na kaºdé stran¥ známky.
Tuto £ást programu jsem pro v¥t²í p°ehlednost rozd¥lil do více £ástí:
1. P°ibliºné ur£ení polom¥ru st°ed· perforací
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Obrázek 5.4: Detekované ohrani£ení známky
2. Zji²t¥ní po£tu perforací pro kaºdý zkoumaný polom¥r
3. Výb¥r nejlep²ích st°ed· perforací
Jednotlivé £ásti dále podrobn¥ji popí²í.
P°ibliºné ur£ení polom¥ru perforací
V p°edchozí £ásti jsme provád¥li detekci po²tovní známky v obraze. Tato detekce nám
omezila rozsah pr·m¥r· (polom¥r·), kterých mohou st°edy perforací nabývat. Tento rozsah
je v²ak stále docela velký a proto v této pod£ásti programu provádím dal²í omezování
velikostí, kterých polom¥ry perforací mohou nabývat.
Toto omezování provádím pomocí následujících vzorc·. Rozm¥ry, se kterými výpo£ty
za£ínám jsou zobrazeny v obrázku 5.5.
d = b · F + c ·G (5.1)
e = a · F + c ·G (5.2)
A = a ·G+ b · F (5.3)
B = b ·G+ a · F (5.4)
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Obrázek 5.5: Detekované ohrani£ení známky
Pomocí t¥chto rovnic sestavím rovnici
cot(φ) =
A−B + e− d
c− d (5.5)
S jejíº pomocí vypo£ítám velikost nato£ení po²tovní známky (úhel φ).
Následn¥ si vypo£ítám hodnoty prom¥nných F a G.
F = sin(φ) (5.6)
G = cos(φ) (5.7)
Dále si vypo£ítám hodnoty prom¥nných a, b, c a C.
a =
A ·G−B · F
G2 − F 2 (5.8)
b =
A · F −B ·G
F 2 −G2 (5.9)
c1 =








Hodnoty prom¥nných c1 a c2 následn¥ zpr·m¥ruji a dostanu tak p°ibliºnou hodnotu
polom¥ru perfora£ních otvor·, kterou vyuºiji v následující pod£ásti.
Následující pod£ásti programu provádím zvlá²´ pro kaºdou stranu po²tovní známky.
Zji²t¥ní po£tu perforací
Pokud jiº tedy známe p°ibliºný polom¥r perfora£ních otvor·, postupujeme podle následují-
cího postupu.
1. Houghova transformace pro polom¥r r
2. Detekce st°ed· perforací pomocí semínkového vypl¬ování
Nejd°íve je nutno ur£it si polom¥ry, pro které budu aplikovat Houghovu transformaci.
Experimentáln¥ jsem ur£il, ºe naprosto posta£ují rozsahy polom¥r· ±4 od vypo£ítaného
polom¥ru.
ásti uvedené o n¥co vý²e provádím pro kaºdý tento polom¥r zvlá²´. Pro jednoduchost
zde popí²i postup pro jediný polom¥r.
Nejprve je tedy pot°eba vytvo°it si kopii p·vodního obrázku, kde budou v²echny pixely
obarveny na £erno. Tato kopie nám bude slouºit jako Hough·v prostor. Houghovu transfor-
maci, modiﬁkovanou pro hledání kruºnic provádím následujícím postupem:
Procházím postupn¥ £ernobílý obrázek v oblastech deﬁnovaných v p°edchozí £ásti pro-
gramu - zvlá²´ pro kaºdou stranu po²tovní známky. Pokud narazím na bílý pixel, jeho sou-
°adnice povaºuji za st°ed kruºnice a pomocí Bresenhamova algoritmu pro kresbu kruºnice
v Houghov¥ prostoru zvý²ím intenzitu v²ech pixel·, které se nacházejí na kruºnici deﬁnované
tímto st°edem a práv¥ zkoumaným polom¥rem o 1. Po pr·chodu celou zkoumanou oblastí
tak dostanu Hough·v prostor, ve kterém budou píky (vysoké hodnoty intenzit pixel·) ozna-
£ovat st°edy perfora£ních otvor·. V následující £ásti budu jednotlivé st°edy perfora£ních
otvor· detekovat.
Ukázka Houghova prostoru je na obrázku 5.6
Protoºe ale Houghova transformace vytvo°ila kruºnice ve velké £ásti zkoumaného pro-
storu, je nutno n¥jak rozli²it, kdy se jedná o skute£n¥ detekovaný st°ed a kdy se jedná
jen o ²um, který ºádnému st°edu neodpovídá. Toto rozd¥lení provádím tak, ºe v Houghov¥
prostoru naleznu pixel s nejvy²²í intenzitou a zkoumám pouze pixely, které mají alespo¬
polovi£ní intenzitu jako tento pixel.
Procházím postupn¥ Hough·v prostor a detekci st°ed· provádím pomocí semínkového
vypl¬ování následujícím postupem
1. Pokud narazím na pixel s intenzitou v¥t²í neº práh, povaºuji ho za inicializa£ní semínko
a jeho pozici si zapamatuji jako pozici moºného st°edu perforace
2. S takto detekovaným inicializa£ním semínkem provedu semínkové vypl¬ování s roz²i-
°ováním do £ty°okolí
3. Pokud narazím na pixel s intenzitou niº²í neº práh, tento pixel p°esko£ím
4. Pokud narazím na pixel s vy²²í intenzitou, neº je aktuáln¥ nejvy²²í detekovaná inten-
zita, tuto novou intenzitu i pozici pixelu si zapamatuji.
5. Pokud narazím na pixel se stejnou intenzitou, jako je aktuáln¥ nejvy²²í detekovaná
intenzita, upravím pozici nalezeného st°edu na pr·m¥r mezi jeho aktuální pozicí a
pozicí práv¥ detekovaného pixelu.
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Obrázek 5.6: Ukázka Houghova prostoru pro r·zné polom¥ry
6. Po zpracování pixelu sníºím jeho intenzitu na 0, aby nedo²lo k zacyklování algoritmu.
7. Nov¥ detekovaná semínka ukládám na zásobník. Pokud je tento zásobník prázdný,
uloºím detekovaný st°ed do pole st°ed· a p°ejdu na bod 1.
Toto opakuji, dokud neprojdu celý Hough·v prostor.
Protoºe tento algoritmus generuje i st°edy perforací, které mohou být velmi blízko u
sebe - pravd¥podobn¥ se jedná o jediný st°ed, musíme tyto zdvojené st°edy n¥jak o²et°it.
O²et°ení provádím pr·chodem detekovanými st°edy a pokud od sebe dva sousední st°edy
mají vzdálenost men²í neº je práv¥ zkoumaný polom¥r, provedu zpr·m¥rování t¥chto st°ed·
a jeden z t¥chto st°ed· nahradím tímto novým st°edem a druhý st°ed ze seznamu odstraním.
Po této operaci z·stane v seznamu kaºdý detekovaný st°ed pouze jednou.
Výb¥r nejlep²ích st°ed· perforací
Nyní jsme zjistili po£ty st°ed·, které jsou na okrajích po²tovní známky pro jednotlivé polo-
m¥ry st°ed·. V tomto kroku musíme ur£it, který z t¥chto polom¥r· je nejlep²í a bude tedy
pouºit dále v programu.
Vý°ez obrazu známky s detekovanými st°edy je na obrázku 6.4.
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5.8 Ur£ení zoubkování
Poslední £ást programu zahrnuje samotné zji²t¥ní zoubkování po²tovní známky.
Nalezení skute£ného po£tu st°ed· perforací
Nejprve ale musím ov¥°it, zda jsem opravdu nalezl v²echny st°edy perforací. To provádím
následujícím postupem:
1. Ze seznamu st°ed· detekovaných v p°edchozí £ásti algoritmu ur£ím vzdálenosti mezi
jednotlivými st°edy.
2. Tyto vzdálenosti uspo°ádám do histogramu, z n¥hoº zjistím nej£ast¥j²í vzdálenosti
mezi jednotlivými st°edy.
3. Zjistím vzdálenost mezi nejvzdálen¥j²ími detekovanými st°edy.
4. Pomocí t¥chto dvou vzdáleností p°epo£ítám po£et nalezených st°ed·.
Tento postup aplikuji, protoºe zoubkování po²tovních známek m·ºe být na n¥kterých
místech po²kozeno, coº by mohlo vést ke ²patnému ur£ení zoubkování po²tovní známky.
Tento postup eliminuje p°ípadné po²kození zoubkování a zjistí p°esný po£et perfora£ních
otvor·.
Ur£ení rozli²ení obrázku
Aby bylo moºno ur£it zoubkování po²tovní známky, je dále pot°eba ur£it rozli²ení obrázku,
na kterém je po²tovní známka zobrazena. Vzhledem k tomu, ºe knihovna OpenCV neob-
sahuje ve struktu°e na£ítaných obrázk· jejich rozli²ení, byl jsem nucen v této £ásti vyuºít
n¥kterého jiného zp·sobu ur£ování rozli²ení obrázku.
Ur£ování rozli²ení obraz· jsem provád¥l druhým zp·sobem popsaným v návrhu. Tedy
pomocí polom¥r· detekovaných st°ed· perforací
Pro kaºdou stranu po²tovní známky jsem pomocí tabulky uvedené v £ásti návrhu detek-
toru ur£il rozli²ení obrazu.
Ur£ení zoubkování po²tovní známky
Nyní je jiº moºno p°ikro£it k ur£ování samotného zoubkování po²tovní známky.
Ur£ování zoubkování provádím pro kaºdou stranu po²tovní známky zvlá²´ po následují-
cích krocích
1. S vyuºitím rozli²ení obrázku vypo£ítám po£et pixel·, které odpovídají vzdálenosti
2 cm.
2. Zjistím nejv¥t²í vzdálenost st°ed· detekovaných na jednotlivých stranách po²tovní
známky.
3. Po£et detekovaných st°ed· perforací p°epo£ítám na po£et st°ed· na vzdálenost 2 cm.
Vypo£ítané hodnoty odpovídají velikosti zoubkování po²tovní známky na vstupním ob-
rázku.




Program je schopen detekovat rozm¥r zoubkování, bohuºel úsp¥²nost není prozatím p°íli²
velká. Výrazný vliv na výsledek má kvalita vstupního obrazu. P°íklad okraje známky, s kte-
rým si program neporadí je na obrázku 6.1 . Zpracovaný obraz je na obrázku 6.2. Vlákna
papíru,která se vyskytují skoro u v²ech nepouºitých známek, neumím z obrazu odstranit a
výrazn¥ ovliv¬ují hledání st°ed· perfora£ních otvor·. V p°ípad¥ jako na obrázku 6.2 dokonce
algoritmu v·bec není schopen st°edy najít.
Obrázek 6.1: Vý°ez obrazu známky s vlákny
Obrázek 6.2: Vý°ez obrazu známky s vlákny po zpracování
U £ist¥ perforovaných známek (obr. 6.3 ) bez ot°ep· je program schopnen nalézt st°edy
perfora£ních otvor· (obr. 6.4) a následn¥ vypo£ítat rozm¥r zoubkování.
Program také vykazuje hor²í výsledky pro obrázky s niº²ím rozli²ením. Teprve pro 600
dpi ur£uje rozm¥r zoubkování relativn¥ správn¥. Protoºe v¥t²ina obrázk· známek na nej-
r·zn¥j²ích aukcích na internetu je v niº²ím rozli²ení, program nejde pouºít pro kontrolu
zoubkování známek v t¥chto aukcích.
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Obrázek 6.3: Vý°ez obrazu £ist¥ perforované známky
Obrázek 6.4: Vý°ez obrazu £ist¥ perforované známky po zpracování
Program má také problém, pokud je na obrázku výrazná p°ední strana, pop°ípad¥ je²t¥
razítko, také pozadí se strukturou m·ºe vést k nesprávným výsledk·m. Nejlépe je, pokud je
skenována zadní strana známky a okolí je tvo°eno tmavým pozadím bez odlesk· a struktury.




Úkolem práce bylo navrhnout program, který by byl schopen z obrázku po²tovní známky
ur£it zoubkování. Vzhledem k pouºití knihovny OpenCV není velikost vstupního obrázku
nijak omezena. Pro dosaºení obstojných výsledk· zji²´ování zoubkování po²tovních známek
je vhodné pouºití obrázk·, na nichº je známka co nejmén¥ pooto£ena. Pokud je známka na
obrázku pooto£ena o v¥t²í úhel, algoritmy pouºité v programu nemusejí vykazovat stejné vý-
sledky, jaké bychom mohli získat p°i m¥°ení zoubkování po²tovních známek pomocí zoubko-
m¥ru. Také v p°ípad¥, ºe je zoubkování známky n¥jak výrazn¥ji po²kozeno, není programem
zaru£eno, ºe zoubkování zji²t¥né pomocí programu bude odpovídat skute£nosti.
Program umoº¬uje dávkové zpracování obrázk·, vstupním parametrem je název souboru
s obrázkem známky, p°ípadn¥ rozli²ení, výstupem vypo£ítaný rozm¥r zoubkování. Nepoda-
°ilo se mn¥ implementovat funkci, která by z rozmíst¥ní st°ed· perfora£ních otvor· byla
schopna rozeznat, o jaký typ zoubkování jde, jestli °ádkové, h°ebenové nebo rámcové zoub-
kování. O tuto funkcionalitu by bylo moºno p°ípadn¥ program je²t¥ roz²í°ít.
44
Seznam pouºitých zkratek a symbol·
BMP  Microsoft Windows Bitmap
DPI  dots per inch
Hz  h°ebenové zoubkování
JPG  Joint Photographic experts Group
RANSAC  Random SAmple Consensus
Rz  rámcové zoubkování
z  °ádkové zoubkování
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