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Ebben a fejezetben bemutatom a dolgozatomban megoldandó probléma hátterét,
kezdve magának a bioinformatikának a definíciójával. Leírom, mik azok a nukleoti-
dok, hogyan állnak ezek össze DNS-sé, egyáltalán mire jó a DNS? Röviden tárgyalom,
mik azok a tandem ismétl®dések, és mire jók a szuffix-fák.
A bioinformatika biológiai problémák informatikai vizsgálatával foglalkozó inter-
diszciplináris tudomány, a biológia és az informatika határterülete, a biotechnológia
részterülete. Informatikai eszközöket és módszereket alkalmaz a biológiai folyamatok
megismerésére. A biológia határozza meg a feladatot, az informatika az eszközöket.
A nukleotid a DNS-t és az RNS-t alkotó nukleinsav. Egy heterociklikus bázis-
ból, egy pentóz cukorból és egy foszfát-csoportból áll. A nukleotidok fontos szerepet
játszanak még a sejt energiatranszportjában (például ATP) és az enzim szabályo-
zásban. A nukleotidok bázisa lehet purin vagy pirimidin. A cukor lehet ribóz vagy
dezoxiribóz. A foszfát pedig lehet mono-, di- vagy trifoszfát. A nukleotid párok úgy-
nevezett bázispárokat alkotnak.
A dezoxiribonukleinsav (DNS, DNA - deoxyribonucleic acid) a nukleinsavak







A DNS felel az emberi örökít®anyag generációról generációra való örökítéséért DNS-
szintézis segítségével.
A DNS az RNS és a fehérjék mellett az élet megjelenési formáinak esszenciális
feltétele. A molekuláris biológia alapja a centrális dogma (kivétel a retrovíruso-
kat), ami az információk áramlásának következ® formája: DNS −→1 mRNS −→2
fehérje −→ tulajdonság. A DNS kromoszómákba tömörül. A DNS-szintézis során
ezek száma megkett®z®dik. Az eukarióta szervezetekben (állatok, növények, gom-
bák, protiszták) a sejtmagban található a DNS, de el®fordulhat a mitokondriumban
is. Prokariótákban pedig a sejtplazmában diffúz formában tárolódik a DNS. Vírusok-
ban örökít®anyag lehet a DNS vagy az RNS. A kromoszóma fehérjék fontos szerepet
1A DNS és az mRNS között az információáramlásért a transzkipció felel
2Az mRNS és a fehérjék között az információáramlásért a transzláció felel
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játszanak a DNS stabilitásában. A DNS kémia szerkezete magában rejti az evo-
lúcióban fontos szerkezetváltozás lehet®ségét is. Az információ nemcsak a fehérjék
szerkezetére vonatkozik, a sejtek csaknem összes funkciója a DNS ellen®rzése alatt
áll.
Tandem ismétl®désnek nevezzük a DNS-en belül egy vagy több nukleotid ismét-
l®dését.3 Ezen ismétl®dések megtalálása több szempontból hasznos lehet. Egyrészt
jó néhány genetikai betegséget ki lehet velük sz¶rni, hiszen ezeknek sokszor éppen az
az okozója, hogy a DNS-szekvenciában bizonyos szubsztringek a normálistól eltér®en
akár tízszeres-százszoros ismétl®désszámmal vannak jelen. Másfel®l, ezek a tandem
ismétl®dések segíthetnek a személyek azonosításában, ugyanis egyfajta azonosítói
egy-egy embernek, akárcsak az ujjlenyomat.
A számítástechnikában szuffix-fának nevezzük azokat a tömörített fa-gráfokat,
amelyek egy adott szónak a szuffixumait tartalmazzák éleiken.4 Egy n hosszú szóból
O(n) id® alatt lehet szuffix-fát építeni, aminek ráadásul a tárhelyigénye is O(n). Az
elkészült szuffix-fában már a szubsztring-keresés lineáris id®ben elvégezhet®. S®t, egy
reguláris kifejezés illesztése is sokkal gyorsabb, mintha csak a szöveget mint karakter-
tömböt használnánk. Szuffix-fával lineáris id®ben végezhet® még a leghosszabb közös
szubsztring keresése is, amit a tandem ismétl®dések keresésénél lehet felhasználni.
Ilyen szuffix-fát láthatunk a 1. ábrán.
Dolgozatomban ilyen szuffix-fákat fogok használni, hogy tandem-ismétl®déseket
kereshessek segítségükkel DNS-szekvenciában.
3A tandem ismétl®dések pontos matematikai definíciója megtalálható a 2.2.2. fejezetben.
4A szuffix-fa pontos definíciója megtalálható a 2.2.1. fejezetben.
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2. Felhasználói dokumentáció
2.1. A megoldott probléma rövid megfogalmazása
A tandem ismétl®dések keresése a hagyományos szövegfeldogozási eljárásokkal túl
hosszú ideig tartana, ezért célszer¶ valamilyen más reprezentációban feldolgozni a
DNS-szekvenciákat. Erre remek megoldás a szuffix-fa, melynek tárhelyigénye ugyan
többszöröse a hagyományos karaktertömbös ábrázolásnál, ugyanakkor lehet®séget
ad a lineáris idej¶ szubsztring-keresésre. Dolgozatomban egy olyan programot ké-
szítek, mely ilyen szuffix-fák segítségével keres tandem ismétl®déseket egy megadott
szövegben.
A tandem ismétl®dések keresése mint számítási feladat is felírható, ez megtalál-
ható a 2.3. definícióban.
2.2. A felhasznált módszerek részletes leírása, a használt fo-
galmak definíciója
Ebben a fejezetben bemutatom a dolgozathoz használt speciális fogalmakat.
2.2.1. Szuffix-fa
A szuffix-fa egy speciális gráf, melynek segítségével a szövegben történ® mintail-
lesztést lehet gyorsítani. Egy szuffix-fában egy p hosszú minta el®fordulását O(p)
összehasonlítással el lehet dönteni. Ennek óriási el®nye van a DNS-feldolgozásban,
ahol hatalmas szövegekben kell ismétl®déseket, mintázatokat keresni.
A szuffix-fa matematikai definíciója:
2.1. Definíció. Legyen t = t1 . . . tn egy szöveg, melynek ábécéje Σ. Az r gyöker¶,
Tt irányított fát t szuffix-fájának nevezzük, ha megfelel a következ® feltételeknek:
• A fának pontosa n levele van, melyek 1-t®l n-ig vannak címkézve.
• A gráf összes bels® csúcsának legalább 2 a ki-foka.
• A fa élei t szubsztringjeivel vannak címkézve.
• Minden bels® csúcsnak a kimen® élei párosával különböz® bet¶vel kezd®dnek.
• A fa gyökerét®l a levelekig vezet® utakon szerepl® címkéket összeolvasva a t
egy-egy (párosával különböz®) szuffixumát kapjuk.
Látható, hogy a fa tulajdonképpen a szuffixumokat tartalmazza. A lineáris ke-
resési id® azért jöhet ki, mert minden szubsztring tulajdonképpen egy szuffixum
prefixuma. A szuffix-fára egy példát az 1. ábrán láthatunk.
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2.3. Definíció. A tandem ismétl®dések keresése a következ® számítási feladat:
Bemenet: Egy szó s = s1 . . . sn.
Kimenet: Az összes olyan (i, k) pár, ahol i, k ∈ {1, . . . , n} és
si . . . si+k−1 = si+k . . . si+2k−1.
2.3. A program használatához szükséges információk
Ebben a fejezetben bemutatom a program használatához szükséges információkat.
Itt írom le a rendszerkövetelményeket, illetve a telepítés lépéseit (2.3.1). Ebben a
fejezetben található egy használati útmutató is képerny®képekkel (2.3.2).
2.3.1. Telepítési útmutató, rendszerkövetelmények
A program a .Net Framework-öt használja, így futtatása csak Microsoft Windows
operációs rendszeren lehetséges. Ajánlott legalább Windows 10 operációs rendszert
használni. Mivel a szuffix-fák tárolásához az eredeti szöveg méretéhez képest sok-
szoros tárhely szükséges, ajánlott legalább 8 GB RAM használata. Ugyan 32 bites
processzoron is fut a program, de mivel azon korlátozott a memória allokálás mér-
téke, ajánlott 64 bites rendszert használni.
A program telepítéséhez a mellékelt DVD-n a Setup mappában található
setup.exe telepít® fájlt kell el®ször elindítani. Ez végigvezet egy telepít® varázs-
lón. Sikeres telepítés után a program automatikusan elindul. Ha ez mégsem történik
meg, akkor a start menüb®l kell indítani. Itt Tandem ismétlödések néven találjuk
meg az indító fájlt.
Ha szeretnénk felhasználni a korábban már elkészített véletlen DNS-
szekvenciákat, másoljuk a lemezr®l a C:\Users\Public\ mappába a DATA mappa
tartalmát. Itt korábban elkészített, véletlenszer¶ DNS-szekvenciákat találhatunk.
A program eltávolítása a Vezérl®pult\Programok eltávolítása menüpontból
érhet® el.
2.3.2. Használati útmutató
Ebben a fejezetben bemutatom a program használatának menetét. Képerny®nként
részletezem a funkciókat, képerny®képekkel illusztrálva.
A program els® képerny®je a f®menü. Ennek képerny®képe a 2. ábrán látható.
Itt választhatunk a különböz® funkciók közül, nevezetesen:
• Szuffix-fa generálása: Megnyitja a szuffix-fákat rajzoló ablakot.





betölthetjük fájlból, vagy akár generálhatunk véletlenszer¶ DNS-szekvenciát. Az
ismétl®déskeres® ablakban adhatjuk meg az ismétl®dések hosszának alsó- és fels®
korlátját, illetve az ismétl®dések minimális számát is. A megtalált ismétl®déseket
egy táblázatban láthatjuk a képerny® jobb oldalán. Az ablakon a következ® vezérl®k
találhatóak meg:
• Betöltés fájlból gomb: Megnyitja a a fájlböngész®t, ahol kiválaszthatjuk a be-
olvasni kívánt fájlt.
• Szó generálása gomb: Megnyitja a szó generáló ablakot, amivel egy véletlen-
szer¶ DNS-szekvenciát készíthetünk.
• Tandem ismétl®dések keresése gomb: Elindítja a tandem ismétl®dések keresé-
sét.
• Számbeviteli mez®k: Ezek segítségével állíthatjuk be az ismétl®dések határ-
értékeit, azaz, hogy csak olyan tandem ismétl®déseket keressen a program,
amelyek hossza a megadott korlátokon belül esik, illetve legalább a megadott
ismétl®désszámban ismétl®dnek egymás után.
• Szövegbeviteli mez®: Itt adhatjuk meg kézzel a szót, amiben majd a tandem
ismétl®déseket keresi a program. A fájlból betöltött, illetve generált szó is itt
jelenik meg.
• Táblázat: Itt listázódnak a megtalált tandem ismétl®dések. A táblázat a kö-
vetkez® oszlopokat tartalmazza:
 Start : A tandem ismétl®dés kezd®indexe. A szavak indexelése 0-tól kez-
d®dik.
 Hossz : A tandem ismétl®dés hossza.
 Ismétl®dés : Az ismétl®dés el®fordulásainak száma. Ha több, mint 47 000
tandem ismétl®dést talál a program a szövegben, akkor már nem számolja
ki ezt az ismétl®désszámot, hanem csak kettesével mutatja az ismétl®dé-
seket.
 Szubsztring : Az ismétl®d® részszó.
A f®menü harmadik menüpontja a Futási id® tesztelése ablakra visz. Itt megmér-
hetjük, hogy adott méret¶ szuffix-fát mennyi id® alatt képes a program elkészíteni.
Lehet®ségünk van különböz® szóhosszok megadására, amib®l aztán a program (a
beállítás függvényében) elkészíti a megfelel® hosszúságú szavakból a szuffix-fákat,
illetve megkeresi a szavakban a tandem ismétl®déseket. Az ablak képerny®képe a 6.
ábrán látható. A következ® vezérl®k találhatóak meg az ablakon:
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• Jelöl®négyzetek: Segítségükkel megadhatjuk, hogy a szuffix-fák generálásának
vagy a tandem-ismétl®dések keresésének idejére vagyunk kíváncsiak.
• Számbeviteli mez®k: Ezek segítségével állíthatjuk be az ismétl®dések határ-
értékeit, azaz, hogy csak olyan tandem ismétl®déseket keressen a program,
amelyek hossza a megadott korlátokon belül esik, illetve legalább a megadott
ismétl®désszámban ismétl®dnek egymás után.
• Táblázat: Megadhatjuk, hogy milyen hosszú szavakat generáljon a program.
• Futási id® tesztelése gomb: Elindítja a futási id® tesztelését.
• Grafikon: Ezen jelennek meg a különböz® hosszúságú szavak feldolgozásához
szükséges id®intervallumok. Az x-tengely a szóhossz, az y-tengely pedig a szük-
séges id®, milliszekundumban. A mért értékeket n-edfokú spline-függvényként
jelenítjük meg, ahol n a megadott szóhosszok száma. A kék spline a szuffix-fa
generálásának idejét mutatja, míg a narancssárga a tandem ismétl®dések ke-
reséséhez szükséges id®t. Futás közben a grafikonra folyamatosan kerülnek fel
az új pontok.
Mind a Szuffix-fa generálása, mind a Tandem ismétl®dések keresése me-
nüpontokban lehet®ségünk van szöveg betöltésére fájlból. Ez a gomb megnyitja a
Fájlbetölt® ablakot. Ez egy hagyományos fájlböngész® ablak, itt választhatjuk ki,
hogy melyik fájlt szeretnénk betölteni. Gyakorlatilag bármilyen kiterjesztés¶ fájlt
megadhatunk. Az ablak képerny®képe a 7. ábrán látható.
A Szuffix-fa generálása és a Tandem ismétl®dések keresése menüpontok-
ban lehet®ségünk van szó generálására. Ez a Szó generálása ablakot nyitja meg, ahol
megadott szöveghosszhoz készíthetünk véletlenszer¶ s ∈ (A+C+G+T )n szót. Err®l
képerny®kép a 8. ábrán látható. Az ablak mindösszesen kett® vezérl®t tartalmaz:
• Számbeviteli mez®: Itt állíthatjuk be, hogy milyen hosszú szót szeretnénk ge-
nerálni.
• Szó generálása gomb: Elindítja a szót generálását. Ha kész a szó, bezáródik
az ablak, és a generált szöveg megjelenik a kiindulási ablak szövegbeviteli
mez®jében.
A program a különböz® hibákról hibaüzenetek formájában értesíti a felhasználót.
Egy hibatípus kivételével ezek csak információt közölnek, a program futtatása
folytatható az OK gombra való kattintás után. A kivételes eset a memória meg-
telésér®l szóló hibaüzenet: A feldolgozás memória túlcsordulással járt.
Ekkora szónak a feldolgozásához használjon nagyobb memóriát. Mivel a
probléma nem kezelhet®, a program leáll. Sajnos ebben az esetben muszáj





Ebben a fejezetben a program pontos dokumentációja olvasható, kezdve a prob-
léma részletes specifikációjával (3.1. fejezet), felhasználói esetek diagramjával. Itt
található a felhasznált algoritmusok leírása struktogramokkal (3.1.2. fejezet). Szó
lesz a program logikai és fizikai felépítésér®l (3.2. fejezet), illetve a fejezet végén egy
összefoglaló olvasható a tesztelés menetér®l, annak eredményeir®l (3.3. fejezet).
3.1. A probléma részletes specifikációja
Ebben a fejezetben a probléma megoldásához szükséges szoftvertechnológiai specifi-
káció található. Itt írom le a használati eseteket (3.1.1. fejezet), a felhasznált algorit-
musokat (3.1.2. fejezet), valamint megmutatom, milyen ablakai vannak a szoftvernek
(3.1.3).
3.1.1. Használati esetek
A program egy-felhasználós, a felhasználói esetek listája:
• Felhasználóként szeretném látni, hogy adott szövegb®l milyen szuffix-fa készül.
Ezt akár fa, akár csillag elrendezésben is szeretném látni, az átláthatóság ér-
dekében.
• Felhasználóként arra szeretném használni a programot, hogy tandem ismét-
l®déseket keressek DNS-szekvenciában. Szükségem van az ismétl®dés helyére
(kezdetének indexére), az ismétl®d® szubsztring hosszára, illetve az ismétl®dé-
sek számára. Az eredményeket egy táblázatban szeretném látni.
• Felhasználóként szeretném, ha az el®z® két ponthoz a szöveget akár szöveges
fájl formájában is megadhassam, akár tetsz®leges hosszú szöveget is generáltat-
hassak a programmal.
• Felhasználóként szeretném látni grafikonon, hogy különböz® hosszúságú szöve-
gekre mennyi id® alatt készíthet® el a szuffix-fa, illetve mennyi id® kell a tan-
dem ismétl®dések kereséséhez. Az eredményeket spline függvényként szeretném
látni, az adatbevitelhez egy táblázatot szeretnék használni.
A használati esetek diagramja a 10. ábrán látható.
3.1.2. Algoritmusok




Az ismétl®déseket a szöveg feldarabolásával, akár párhuzamosan is lehet keresni
a részegységekben. A keresés így a következ® lépésekb®l áll:
1. Tandem ismétl®dések keresése a szó els® felében.
2. Tandem ismétl®dések keresése a szó második felében.
3. Olyan tandem ismétl®dések keresése, amelyek els® fele éppen a szó közepére
esik. (Olyan (i, k) párok, ahol i ≤ h ≤ i + k − 1, h = bn
2
c, ha t = t1 . . . tn a
szó.)
4. Olyan tandem ismétl®dések keresése, amelyek második fele éppen a szó kö-
zepére esik. (Olyan (i, k) párok, ahol i + k ≤ h ≤ i + 2k − 1, h = bn
2
c, ha
t = t1 . . . tn a szó.)
Könnyen belátható, hogy ezzel a felosztással hatékonyan lehet rekurzív módon
megtalálni az ismétl®déseket. A folyamat inicializálását a 11. ábra tartalmazza.
Ahelyett, hogy az egész szóban egyszerre próbálnánk megkeresni a tandem is-
métl®déseket, a szót kisebb egységekre bontjuk, és mindig ezen szubsztringeknek
a közepén keressük a tandemismétl®déseket. Azaz olyan ismétl®déseket keresünk,
melyek tartalmazzák a szó középs® karakterét. A feldarabolást végz® rekurzív algo-
ritmus struktogramja a 12. ábrán látható.
Magukat az ismétl®déseket a 13. ábrán bemutatott algoritmussal keressük. A
TandemRepeatSubProblem függvény a bemeneti szóban megkeresi azokat a tandem
ismétl®déseket, melyek tartalmazzák a szó középs® karakterét.
Az lce függvény egy adott szóra megkeresi, hogy a megadott indexekt®l olvasva
a szót, hány egyez® karakter van az els® nem egyez® karakterig. Azaz matematikai
nyelven megfogalmazva:
3.1. Definíció. Legyen s = s1 . . . sn egy szó, annak l, r ∈ 1 . . . n két indexe. Ekkor
s. lce(l, r) jelentse annak a leghosszabb t = t1 . . . tk szubsztringnek a hosszát, amelyre
fennáll, hogy t1 . . . tk = sl . . . sl + k − 1 = sr . . . sr + k − 1.
A szuffix-fákat azért építjük, mert segítségükkel könnyen kiszámolhatjuk az lce




ComputeAllTandemRepeats(s1 . . . sn)
R := ∅
R := R ∪ TandemRepeat(s1 . . . sn)












R := R ∪ TandemRepeat(s1 . . . sh)
R := R ∪ TandemRepeat(sh+1 . . . sn)
R := R ∪ TandemRepeatSubProblem(s1 . . . sn)
SKIP








tree := new SuffixTree(s1 . . . sn)
tree := new SuffixTree(sn . . . s1)
l = [1 . . . bn−h
2
c]
q = h+ l
l1 = tree. lce(h, q)
l2 = tree. lce(h− 1, q − 1)
AA
l1 + l2 >= l 
j = [h− l2 . . . h+ l1 − l]
R := R ∪ (j, l)
SKIP
13. ábra. A tandem ismétl®déseket a szó közepén keres® algoritmus struktogramja.
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3.2. A program logikai és fizikai szerkezetének leírása
A programot C# .Net programozási nyelven implementáltam, kihasználva az aszink-
ron függvényhívás lehet®ségét. A szoftver szerkezet a Model-View (MV) architektú-
rát követi. Az adatok tárolásához egyszer¶ fájlbeolvasás és fájlírást használok, nincs
adatbázis a program mögött. A gráfok rajzolásához a Microsoft Automatic Graph
Layout csomagot használom (Microsoft.MSAGL). 7
3.2.1. Modulfelbontás
A program alapvet®en két f® komponensb®l áll:
• Model (TandemRepeatsModel). Megvalósítja a tandem ismétl®dések keresésé-
nek és a szuffix-fa építésnek a logikáját.
• Nézet (TandemRepeatsView). Megvalósítja a program fellhasználói felületét és
a kapcsolódó funkciókat (pl. fájlból beolvasás)
Ezen kívül egy további komponens is megtalálható a projektben
(TandemRepeatsModelTest), mely az egységtesztek (unit test) futtatását te-
szi lehet®vé.
A program csomagszerkezete a 15. ábrán látható.
3.2.2. Modell
A program logikáját a modell képviseli, ennek különböz® publikus tagjait hív-
ja a nézet. A modellt a TandemRepeatsModel névtér valósítja meg. Ennek osz-
tálydiagramja a 16. ábrán látható. A modell három komponensb®l áll: Szuffix-fa
(SuffixTree), Tandem ismétl®dés keres® (TandemRepeatFinder), illetve osztály-
kiegészítések (Extensions). Ebben a fejezetben a modell névtér osztályainak funk-
cióját, azok publikus mez®it és metódusait tárgyalom. A modell részletesebb UML-
diagramja a 17. ábrán látható.
• SuffixTree: A szuffix-fa megvalósításáért felel®s típusok névtere. Ebben van-
nak implementálva a fa élei (Edge), csúcsai (Node), illetve maga a szuffix-fa
(SuffixTree).
 Edge: Az élek osztálya.
∗ Length: Az él hossza.
7A Microsoft Automatic Graph Layout egy .NET könyvtár gráfok reprezentációjához. NuGet





∗ StartIndex: Az élen szerepl® szubsztring kezd®indexe az eredeti szó-
ban.
∗ Tail: Az él végén szerepl® csúcs.
∗ StringWithCanonizationChar: Az élen szerepl® szubsztring. Ha a
szubsztring a szó végére esik, akkor a szóvégi kanonizációs karakter
lesz a visszatér® szubsztring utolsó karaktere.
∗ Edge(tree, head): Egy új élet hoz létre a tree szuffix-fában, mely-
nek a kiindulópontja a head lesz.
∗ SplitAtIndex(index): Elvágja az élet a megadott index-nél.
 Node: A csúcsokat megvalósító osztály.
∗ Edges: A csúcsból kiinduló élek gy¶jteménye.
∗ LinkedNode: A csúcs szül® csúcsa. A gyökérnek ez null.
∗ NodeNumber: A csúcsot azonosító szám.
∗ Node(tree): Konstruktor, amely egy megadott szuffix-fában (tree)
hozza létre a csúcsot.
∗ ToString(): A csúcsot szöveges formátumba konvertáló függvény. A
szöveges forma így néz ki: node #123, ahol a szám a csúcs azonosító
száma (NodeNumber).
∗ AddNewEdge: Hozzáad egy új élet a csúcshoz. Az új él azonosítója az
aktuális szubsztring utolsó karaktere.
 SuffixTree: A szuffix-fát megvalósító osztály.
∗ Word: Visszaadja, hogy mely szóból készítettük a szuffix-fát.
∗ CurrentSuffixEndIndex: Az aktuális szuffixum végz®désének inde-
xe.
∗ NextNodeNumber: A következ®nek feldolgozandó csúcsnak az indexe.
∗ SuffixTree(): Létrehoz egy új (üres) szuffix-fát.
∗ CreateAsync(word): Aszinkron módon elkezdi a fa felépítését a meg-
adott szó (word) alapján.
∗ LongestCommonExtensionLength(i, j): A 3.1. definícióban meg-
adott lce függvény rekurzív megvalósítása.
∗ GetGraph(): Az eltárolt szuffix-fából egy Microsoft Automatic
Graph Layout (Microsoft.MSAGL) típusú gráfot generál.
• TandemRepeatFinder: Az ismétl®dések keresését megvalósító névtér. Ebben
van megvalósítva a keres® statikus osztály (TandemRepeatFinder), illetve ma-
ga a tandem ismétl®dés is (TandemRepeat).
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 TandemRepeat: A tandem ismétl®déseket megvalósító osztály.
∗ Start: Az ismétl®dés kezd® indexe.
∗ Length: Az ismétl®dés hossza.
∗ Repeats: A tandem ismétl®désben az alapszó ismétl®déseinek száma.
∗ Word: Az ismétl®d® szubsztring.
∗ Examined: Megadja, hogy az adott tandem ismétl®dést már
vizsgáltuk-e. Ennek akkor van jelent®sége, amikor a duplikációkat
sz¶rjük ki.
∗ TandemRepeat(start, length, word): Egy új tandem ismétl®dést
hoz létre, melynek a kezd®indexe start, a hossza pedig length lesz.
Az ismétl®d® szubsztring a word lesz.
 TandemRepeatFinder: A tandem ismétl®dések keresését végz® statikus
osztály. Egyetlen publikus metódusa a ComputeAllTandemRepeats.
∗ ComputeAllTandemRepeats(word, minLength, maxLength,
minCount): Aszinkron módon megkeresi a megadott szóban (word)
a tandem ismétl®déseket, a 3.1.2. fejezetben bemutatott módon. Ha
az utolsó három paraméter meg van adva, akkor ezeknek megfelel®en
minLength és maxLength közötti hosszúságú ismétl®déseket keres
csak, illetve csak azokat az ismétl®déseket adja vissza, amelyekben
az ismétl®désszám legalább minCount.
3.2.3. Nézet
A program megjelenítéséért a Nézet névtér gondoskodik. Ez kommunikál a modellel,
annak publikus mez®it és metódusait használja. A nézetet a TandemRepeatsView
névtér valósítja meg, osztálydiagramja a 18.ábrán, kiterjesztett osztálydiagramja
a 19. ábrán látható. A nézetet a WinForms keretrendszer segítségével valósítottam
meg, így az ablakok ®sosztálya a Form.
Ebben a fejezetben a nézet névtér osztályainak funkcióját, azok publikus mez®it
és metódusait mutatom be.
• Catcher: A program által dobott kivételek kezelésére szolgál. Kivétel kiváltó-
dása esetén hibaüzenetet dob fel a felhasználónak, melyben röviden, érthet®en
tájékoztatja a hibáról. Ilyen hibaüzenet látható a 9. ábrán.
• ControlList: Egy adott ablak vezérl®it összegy¶jt® osztály. Segítségével dina-
mikusan lehet változtatni a benne referált vezérl®k állapotát (aktív/inaktív),




 ControlList(form): A vezérl®-lista konstruktora. A megadott form ab-
lak a szül® ablak, azaz az az ablak, amelyen ezek a vezérl®k vannak. A
konstruktor állítja be az ablak címsorát, illetve ikonját is.
 Add(control, enabledText, disabledText): Hozzáadja a control
vezérl®t a vezérl®-listához. Aktív állapotban a vezérl® felirata
enabledText, míg letiltott állapotban disabledText lesz. Ha a
disabledText nincs megadva, akkor nem változik a vezérl® felirata inak-
tívvá tételkor. Ha az enabledText is null, akkor pedig egyáltalán nem
változik a vezérl® szövege állapotváltáskor. Ez utóbbi például szövegbe-
viteli mez®k esetén hasznos.
 DisableControls(): Inaktívvá teszi a vezérl®ket, és beállítja az inaktív
szöveget rajtuk (ha meg van adva).
 EnableControls(): Aktívvá teszi a vezérl®ket és beállítja az aktív szö-
veget rajtuk (ha meg van adva).
• ControlWithProperties: A vezérl®ket becsomagoló osztály. Tartalmazza az
inaktív és aktív szövegét a vezérl®nek.
 Control: A becsomagolt vezérl®.
 DisabledText: A vezérl®n inaktív állapotban megjelen® szöveg.
 EnabledText: A vezérl®n aktív állapotban megjelen® szöveg.
• DnaGeneratorForm: A véletlenszer¶ DNS-szekvenciák generálásához készített
ablak. Segítségével egy megadott n hosszúságú s szöveget készíthetünk, ahol
s ∈ (A+C +G+ T )n. A program tárolja a már legenerált szavakat, így adott
hosszúságú szó újbóli generálásához valójából csak betölti a korábban már
legenerált szót. Az ablak képerny®képe a 8. ábrán látható.
 Word: A generált szó.
 DnaGeneratorForm(): Konstruktor. Inicializálja a DnaGeneratorForm
egy új példányát.
 GenerateDna(length): Elkészíti a length hosszúságú DNS-szekvenciát.







• DrawTreeForm: A szuffix-fák rajzolására készített ablak. Akár kézzel be-
írt szóból, akár fájlból beolvasva is képes szuffix-fát rajzolni, továbbá a
DnaGeneratorForm által generált szót is tudja használni. A rajzolt szuffix-fát
akár csillag, akár fa elrendezésben is meg lehet vele tekinteni. A rajzoláshoz a
Microsoft Automatic Graph Layout 8 könyvtárat használja. Képerny®képe
a 3. ábrán látható.
 DrawTreeForm: A szuffix-fa rajzoló ablak konstruktora.
• FindRepeatsForm: Az tandem ismétl®déseket keres® ablak. Egy TextBox se-
gítségével bekéri a szót, amiben keresni kell, majd pedig megkeresi benne a tan-
dem ismétl®déseket és megjeleníti ezeket az ablak jobb oldalán lév® DataGrid-
ben. A szöveget meg lehet adni kézzel, be lehet tölteni fájlól, illetve itt is van
lehet®ség arra, hogy egy véletlenszer¶en generált DNS-szekvenciát használ-
junk. Van a felületen három NumericUpDown vezérl®, ezeken az ismétl®dések
alsó határát, illetve az ismétl®dések hosszának alsó- és fels® korlátját adhatjuk
meg. Az ablak képerny®képe a 5. ábrán látható.
 FindRepeatsForm(): Konstruktor. Ez inicializálja az ablakot.
• MainMenu: A f®menü. Ez tölt be el®ször a program indulásakor, err®l navigál-
hatunk a további ablakokhoz. A f®menü képerny®képe a 2. ábrán látható.
 MainMenu(): Konstruktor. Ez inicializálja az ablakot.
• PerformanceTestForm: A program teljesítményének mérésére szolgáló ablak.
Ezen egy DataGrid segítségével megadhatjuk, hogy milyen hosszú szövegekhez
szeretnék szuffix-fát építeni vagy tandem ismétl®déseket keresni, illetve itt is
beállíthatjuk az ismétl®désszám alsó, valamint az ismétl®dések hosszának alsó-
és fels® korlátját. Az ablak jobb oldalán egy Chart segítségével láthatjuk, hogy
adott hosszúságú szövegekhez mennyi id® szükséges a szuffix-fa felépítéséhez,
illetve a tandem ismétl®dések kereséséhez. A mérési eredményeket spline in-
terpolációban láthatjuk. Az ablak képerny®képe a 6. ábrán látható.
 PerformanceTestForm(): Konstruktor. Ez inicializálja az ablakot.
• Program: A program belépési pontja.




• StringLoader: A szövegek betöltéséért felel®s osztály. Segítségével betölthet-
jük a DNS-szekvenciát fájlból, illetve generálhatunk is véletlenszer¶ DNS-t
is.
 DefaultFolder: Az elkészített DNS-szekvenciákat és a teszteredménye-
ket ment® fájlt tároló mappa elérési útvonala. 9.
 LoadFromFileAsnyc: Fájlból történ® szövegbetöltés.
 GenerateDnaAsync: Véletlenszer¶ DNS-szekvencia generálása.
 GetDna(length): Megadott hosszúságú DNS-szekvenciával tér vissza. Ha
már generált ilyet a program, akkor azt adja vissza, ha még nem, akkor
el®ször generál egyet és lementi a számítógépre, majd visszatér a generált
szöveggel.
A Nézet osztályainak örökösödési viszonyát a 20. ábra szemlélteti.
3.3. Tesztelési terv, a tesztelés eredményei
A program tesztelése két lépcs®b®l áll:
• Egységtesztek (unit tests)
• Performanciatesztek (performance tests)
Ebben a fejezetben ezek menetét írom le.
3.3.1. Egységtesztek
A program készítésekor a modell minden publikus eljárásához készítettem egység-
teszteket, melyek a f® funkcionalitásokat, illetve a speciális eseteket ellen®rzik. Ezek
a TandemRepeatsModelTest projektbe kerültek. A projekt három névtérre osztha-
tó: SuffixTree, TandemRepeatFinder és StringExtensionTest, melyek a modell
megfelel® névtereit használják és tesztelik.
• SuffixTree: A szuffix-fa névtér funkcióit tesztel® osztályok névtere.
 EdgeTest: Az éleket tesztel® osztály. Létrehoz egy új szuffix-fát és ehhez
egy új élet. Ellen®rzi, hogy az él publikus értékei (hossz, start index,
mutatott csúcs és az élen szerepl® szöveg) helyesek-e.
 NodeTest: A csúcsok funkcióit ellen®rz® osztály.
∗ NodeTest(): Létrehoz egy új csúcsot, és ellen®rzi, hogy a publikus




∗ ToStringTest(): Ellen®rzi, hogy a csúcs szöveggé konvertáló függ-
vénye helyes-e.
 SuffixTree_Test: A szuffix-fák m¶ködését ellen®rz® osztály.
∗ SuffixTreeTest(): Létrehoz egy új szuffix-fát, és ellen®rzi, hogy
annak null-e a szava, helyes-e az aktuális szuffixum vége, illetve
valóban az 1-es csúcs-e az els®nek feldolgozandó csúcs.
∗ CreateAsyncTest(): Az aszinkron faépítést ellen®rzi. Épít egy
szuffix-fát, majd ellen®rzi, hogy annak a szava nem változott-e, il-
letve, hogy a CurrentSuffixEndindex és NextNodeNumber publikus
mez®k a megfelel® értéket adják-e.
∗ LongestCommonExtensionLengthTest(): Ellen®rzi, hogy az lce
függvény helyes értéket ad-e vissza.
∗ GetGraphTest(): Ellen®rzi, hogy a GetGraph() függvény által
visszaadott gráfon valóban a szó megfelel® szubsztringjei vannak-e.
• TandemRepeatFinder: A tandem ismétl®dések kereséséért felel®s névtér osz-
tályainak funkcióit tesztel® osztályok névtere.
 TandemRepeatFinderTests: A ComputeAllTandemRepeats() függvényt
tesztel® osztály. Különböz® szavakban különböz® beállított határértékek-
kel keres tandem ismétl®déseket, majd ezeket veszi számba.
 TandemRepeatTests: Létrehoz egy új (véletlenszer¶) tandem ismétl®-
dést, és ellen®rzi annak mez®it (start index, hossz, ismétl®désszám, vala-
mint az Examined mez® hamissága).
3.3.2. Performanciatesztek
A f®menü harmadik pontja a performanciateszt. Itt lehet megmérni, hogy
különböz® méret¶ szövegekb®l mennyi id® alatt készíthet® szuffix-fa, illetve
mennyi id® a tandem ismétl®dések keresése. Az eredményeket a program a
C:\Users\Public\testResults.txt fájlban tárolja. Ebben a fejezetben bemuta-
tom a performancia tesztek eredményeit, illetve bemutatok néhány grafikont.
A Szuffix-fák generálásának tesztelése során arra jutottam, hogy százas nagy-
ságrendnél még nem tapasztalható konzekvencia a futási id®ben. Minden 1000 ka-
rakternél rövidebb szóra 11 milliszekundumnál rövidebb id® alatt megépült a fa.
A tesztelés során a különböz® futási id®ket minimálisan befolyásolja a processzor
szálütemezése, így ilyen rövid szövegeknél még látványosan különböz® rajzokat ka-
punk. Fontos ugyanakkor leszögezni, hogy itt néhány milliszekundumos különbségek
vannak csupán. Két különböz® grafikon látható a 21. és a 22. ábrákon, melyek azt
mutatják, hogy azonos szavakra milyen különböz® szuffix-fa építési id® kijöhet.
29

Tízezres nagyságrendél jelenik meg a linearitás el®ször. Itt már látjuk, hogy
nagyobb szóból tényleg több ideig tart a szuffix-fa építése. Ugyanakkor még itt sem
t¶nik lineárisnál nagyobbnak a futási id® kapcsolata a szöveg méretével. A tízezres
nagyságrenddel futtatott performancia teszt grafikonja a 23. ábrán látható.
8Gb-os memóriával sajnos csak százezres nagyságrendig lehet elmenni, ugyanis
maximum 2 milló karakteres szövegnek a szuffix-fáját képes a memóriában tárolni
a program. Árnyalja a képet, hogy például Fekete István Tüskevár cím¶ regénye
"csupán" 545 676 karakterb®l áll, de még a bibliai Újszövetség is "csak" 838 380
bet¶t tartalmaz10. Azaz a két m¶ összerakásából készült szövegb®l is mindössze 3,5
másodperc alatt képes a programom szuffix-fát építeni. Ekkora szövegeknél már a
véletlenszer¶ szógenerálás gyakorlatilag hosszabb ideig tart, mint maga a faépítés.
A százezres nagyságrend¶ szavak szuffix-fa építési idejének grafikonja a 24. ábrán
látható.
A Tandem ismétl®dések keresése esetén már a százas nagyságrendben látható a
futási id® monoton növekedése. 100 és 1000 karakter közötti szövegekre való futtatás
eredménye látható a 25. ábrán. Érdekes jelenség, hogy a 700 hosszú szövegre való
futtatás során mindig megjelenik egy lokális maximum, ahol közel ötszöröse a futási
id®, mint a 600 és 800 hosszú szövegekre. Ez jól mutatja, mennyire nem csak a szó
hosszától, hanem az összetettségét®l is függ a futási id®. A 25. ábrán még látszik
az azonos hosszúságú szövegb®l épített szuffix-fa elkészítésének az ideje is. Látható,
hogy a tandem ismétl®dések keresésének ideje sokkal gyorsabban növekedik, mint
a fa építésé. Ez valójából teljesen érthet®, hiszen a keresésnek éppen az az utolsó
lépése, hogy elkészítse a teljes szövegb®l a szuffix-fát, de el®tte még rengeteg kisebb
fát épít a szó szubsztringjeib®l.
A tandem ismétl®dések keresésénél a leghosszabb szó, amit fel tudtam dolgozni,
500 000 karakter hosszú volt, ugyanakkor ebben is b® 1 perc alatt megtalálta a
program a tandem ismétl®déseket. A százezres nagyságrendr®l készült diagram a 26.
ábrán látható. Belátható tehát, hogy nem a számítási id® adja a f® korlátot, hanem
a memória. Ennek kiküszöbölésére a 3.4. fejezetben teszek tanácsokat, ugyanakkor
ezek implementálása túlmutat egy BSc-s szakdolgozaton.
Természetesen teszteltem valódi emberi DNS-szeleteken is a progra-
mot. Ilyen állományokat a DNA mappában találni a lemezen.11 Például a
Homo_sapiens.GRCh38.dna.chromosome.MT.fa fájlban, ami egy 17 KB-os szöve-
ges állomány, 36 355 olyan tandem ismétl®dést találtam, amelyek hossza 600 és
999 között van. Ha ezeket összesítem úgy, hogy a többszörös ismétl®déseket egybe
veszem, akkor 5 080 tandem ismétl®dést kapok. Maguknak az ismétl®déseknek a
megkeresése 21 másodpercig tart, az összesítés még további 43 másodpercet igényel.
10Mindkett® számított érték, forrásuk: [6] és [7]




A Homo_sapiens.GRCh38.dna_rm.nonchromosomal.fa fájlban, ami már majd-
nem 12 MB, a 15 114 darab 600-999 közötti hosszúságú tandem-ismétl®dés megkere-
sése mindössze 11 másodpercig tart, ezek összefésülése pedig további 11 másodpercet
vesz igénybe. Érdekes, hogy ez közel ezerszeres méret¶ fájlban gyorsabban megta-
lálja a program az ismétl®déseket, ennek oka valójából az lehet, hogy a nagyobbik
szöveg nagy része N karakter.
3.4. Továbbfejlesztési terv
Itt felsorolok néhány lehet®séget a program további fejlesztéséhez.
Mivel a tandem ismétl®dések keresésénél a legtöbb id® a szuffix-fák elkészítésé-
hez kell, ezért célszer¶ lehet tárolni a már elkészített szuffix-fákat, illetve részfákat.
Így abban az esetben, ha egy olyan szubsztringet próbálunk feldolgozni, amib®l már
készült szuffix-fa, beépíthetjük ezt a részfát a szuffix-fánkba. Ugyanakkor ez a be-
építés nem teljesen egyértelm¶, valójából ilyenkor is szükség lehet bizonyos ágak
újra-feldolgozására. Ennek megvalósítása túlmutat a BSc-s tanulmányokon.
Mivel a humán DNS rendkívül hosszú (tömörített tárolásához is legalább 1 Gb
szükséges12), ezért hagyományos asztali számítógépen nem lehet egy teljes DNS-s
szekvenciát feldolgozni. Célszer¶ lehet ezért valamilyen elosztott futtatás egy szu-
perszámítógépen. Ennek megvalósítása megtalálható [4]-ben.
Jelent®sen javítani lehetne a program hatékonyságát, ha nem csak a memóriában
dolgoznánk, hanem használnánk valamilyen adattárolást a merevlemezen. Célszer¶
lehet építeni egy relációs adatbázist, ahol tárolhatnánk a szubsztringeket. Továbbá,
a megtalált tandem ismétl®déseket is érdemes lenne kiírni egy adatbázisba, hogy
ne a memóriában foglalják a helyet. Így rövidebb szavak esetében ugyan n®ne a
futási id® az IO-m¶veletek miatt, de sokkal nagyobb szövegeket is képesek lehetnénk
feldolgozni.
12Valódi emberi DNS-t találhatunk a [3] weboldalon
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