Factors that infl uence the orientation of the mitotic spindle are important for the maintenance of stem cell populations and in cancer development. However, screening for these factors requires rapid quantifi cation of alterations of the angle of the mitotic spindle in cultured cell lines. Here we describe a method to image mitotic cells and rapidly score the angle of the mitotic spindle using a simple MATLAB application to analyze a stack of Z-images.
Introduction
Correct orientation of the mitotic spindle in dividing cells is crucial for asymmetric cell division during development as well as for the maintenance of stem cell populations. However, it is often simplest to screen for gene products involved in this process by assaying for quantitative changes in the orientation of mitotic spindles in cultured cell lines. Cultured transformed cell lines are often the system of choice for these measurements because they are easier to grow reproducibly than polarized cell sheets and easier to image than cells in tissues. As spindle orientation may exhibit baseline randomness in cultured cells, enough cells must be assayed to determine whether a particular gene product or treatment is infl uencing spindle orientation to a signifi cant extent. Cell lines also have the advantage that they can be transfected with proteins to rescue spindle orientation and confi rm siRNA depletions. Cultured cells also lack the intrinsic apical and basolateral polarization found in some epithelial model systems for cell polarization which can be an advantage if treatments lead to changes in cell motility or cell adhesion which could complicate the spindle orientation assays. Thus, even though cultured transformed cell lines may not functionally rely on oriented spindles, they still exhibit an orientation relative to the coverslip that is consistent enough to use to screen for the machinery and regulators of spindle orientation.
The mitotic spindles of cultured HeLa cells tend to naturally orient to an angle of between 5° and 15° relative to the substrate ( Fig. 1 ). Experimental treatments and loss of the machinery for mitotic spindle orientation can lead to an increase of 30-50° in the angle of the mitotic spindle relative to the substrate [ 1 , 2 ] . Alternate methods for scoring the orientation of the mitotic spindle and cleavage plane have successfully employed patterned substrates [ 3 , 4 ] or in situ imaging relative to a reference orientation [ 5 ] to quantify mitotic spindle orientation. These can be quite effective but are challenging either from the standpoint of cost (for the production of patterned substrates) or with respect to imaging within tissue. Both of these challenges limit the speed and number of cells that can be effectively scored. In contrast, evaluating the orientation of the spindle relative to the cultured substrate requires no special equipment, utilizes standard cell culture methods, and can be applied to common cell lines. 2. Slides.
Materials

DeltaVision deconvolution microscope.
To generate meaningful statistics that describe the distribution of spindle angles adopted by cells under a certain set of conditions, large numbers of images (~100) must be analyzed per condition. Doing this manually can be extremely tedious. A better alternative is to write software that automates the identifi cation of spindle poles in batches of image Z-stacks with only occasional direction from the user. Here we describe such software written in MATLAB.
To measure spindle angles, both spindle poles must be located. Labeling gamma tubulin makes this easy since the two poles are often the brightest objects in the image stack, but this is not always true. Our algorithm selects the two brightest objects by default but also provides other candidate poles from which the user can manually select in the event that the simplest assumption is not true.
In the fi rst step, the algorithm creates a maximum intensity projection of the Z-stack. Doing so makes the localization less computationally expensive and makes it much easier to display the results for inspection by the user. The algorithm then integrates the maximum Z intensities over a sliding 5 × 5 (about 500 nm × 500 nm) pixel window in X and Y. Locations where those integrated intensities are greater than any other integrated intensity within 15 pixels are candidate poles. The two candidate poles with the brightest integrated intensities are selected by the algorithm as the true poles . Once the fi nal pole objects have been identifi ed in the 2D maximum intensity projection, the objects can be located in Z by fi nding the maximum integrated intensity within a 5 × 5 × 3 vertically sliding cube centered where the poles were found. pmax = 0; for l = 1:size(candidatepoles,1) for k = 2(size(spindle,3)/3)-1 roi = spindle(candidatepoles(l,1)-2:candidatepoles(l,1)+2,candidatepoles(l,2)-2: candidatepoles(l,2)+2,k-1:k+1); sroi = sum(roi(:)); if sroi > pmax candidatepoles(l,3) = k; pmax = sroi; end end end
The result is an array, candidatepoles, that stores all of the location information for the pole-like objects (Y,X,Z,Intensity) and a vector, fi nalpoles, that contains the indices of the two candidate poles that the program will accept for now as the true spindle poles. Once the user has vetted this selection, the position information can be exported in spreadsheet form using a function like xlswrite. The spindle length and angle are easy to calculate at this point. In our experience, the algorithm described above correctly identifi es the spindle poles about 99 % of the time. Nevertheless, most users will want to be able to correct erroneous results in a manner that is not painstaking. This is the purpose of the graphical user interface (GUI). We cannot describe the ~1,100 lines of code in great detail here, but we can give an overview of its construction.
A GUI is simply a customized MATLAB fi gure with user interface controls. To create one programmatically, you need to write an m-fi le with instructions for the design of the interface and the functions that execute when buttons are pressed. To combine all of this information into one fi le, create a master function of the same name as the fi le that calls the appropriate subfunction. The code below creates a small part of the interface and should be instructive as to how the rest is generated. The MathWorks website has excellent tutorials available for GUI construction. if fi lename == 0 return end %% Store the new fi lepath as the GUI default. ud.FilePath = pathname; %% Redefi ne fi lename to include the full fi le path. fi lename = [pathname,fi lename]; %% Query the fi le for information about its length. Our fi les are %% RGB, but gamma tubulin is only in the green channel. We will %% discard the other two. info = imfi nfo(fi lename); L = length(info); ud.NZScans = L/3; spindle = zeros(256,256,L/3); %% Store all of the green channel images in the spindle array. j = 0; for i = 2:3:L j = j + 1; spindle(:,:,j) = imread(fi lename,i); end %% Convert the spindle array to type double for computation. spindle = double(spindle); %% Execute the algorithm reproduced in the earlier sections of %% this chapter.
Methods
Each of the above human cell lines can be routinely cultured in MEM-alpha media plus 10 % FBS supplemented with Pen-Strep and L -glutamine.
1. Remove culture medium from cells plated in 10 cm 2 dish and rinse with 10 mL sterile PBS.
2. Add 1 mL Trypsin/EDTA and incubate at 37 °C 10 min to allow cells to come off the dish. 10. Add 6 μL of the secondary antibody with the fl uorophore of your choice (we use FITC) to each coverslip. Incubate for 1 h at room temperature.
General Cell Culture
11. Repeat step 5 with three washes instead of two. 
Fixation and Labeling for Fluorescence Microscopy
