Abstract: Nowadays, the penetration of sensors and actuators in different application fields is revolutionizing all aspects of our daily life. One of the major sectors that is taking advantage of such cutting-edge cheap smart devices is healthcare. In this context, Remote Patient Monitoring (RPM) at home represents a tempting opportunity for hospitals to reduce clinical costs and to improve the quality of life of both patients and their families. It allows patients to be monitored remotely by means networks of Internet of Things (IoT) medical devices equipped with sensors and actuators that collect healthcare data from patients and send them to a Cloud-based Hospital Information System (HIS) for processing. Up to now, many different proprietary software systems have been developed as stand-along expensive solutions, presenting interoperability, extensibility, and scalability issues. In recent years, the European Commission (EC) has promoted the wide adoption of FIWARE technology, launching 16 Industrial Accelerators focusing on different application fields. One of these, i.e., FICHe, is specialized in healthcare, providing the guidelines on how to develop eHealth systems. This paper focuses on how to compose new cutting-edge IoT and Cloud-based Cyber Physical Health Sytem (CPHS) services and applications interconnected with remote medical sensors and actuators using FIWARE technology in the context envisioned by FICHe. In particular, we discuss the design and development of an RPM system implemented through the collaboration between the Istituto di Ricovero e Cura a Carattere Scientifico (IRCCS) "Bonino Pulejo" (i.e., a clinical and research healthcare centre specialized in the treatment of neuro lesions), University of Messina, IBM Research, Telefónica, and the University of the Western Cape in South Africa. The description of our best practice provides a model and guidelines for the development of lightweight and low cost RPM services for rural and isolated areas, with the expectation of expanding healthcare to the developing world and in general allows us to outline how to deal with the real adoption of the FIWARE technology in an e-health project.
Introduction
Nowadays, clinical centres are looking at Cloud computing and Internet of Things (IoT) technologies to develop new cutting-edge e-health services and applications. In this context, telehealth and, in particular, Remote Patient Monitoring (RPM) at home, represent a tempting opportunity for hospitals to reduce clinical costs and to improve the quality of life of both patients and their families. It allows patients to be monitored remotely in their homes by means networks of Internet of Things (IoT) medical devices equipped with sensors and actuators that collect healthcare data from patients and send them to a cloud-based Hospital Information System (HIS) for processing. RPM is also a powerful tool that can be leveraged by the developing world to provide remote access to patients' data in rural clinics. The expectation is to avail such data to medical experts worldwide, thus bridging the medical divide between developed and developing countries. RPM allows patients to be monitored remotely by means of IoT-based medical devices equipped with sensors and actuators that collect and send data to hospital cloud system providing services to the patients and clinical personnel. Up to now, many different proprietary software systems have been developed as stand-along, often expensive, solutions presenting interoperability, extensibility, and scalability issues.
In recent years, different tele-healthcare initiatives have been proposed. A holistic approach to design and implementation of a medical teleconsultation workspace is proposed in [1] . A system architecture implementation called TeleDICOM II based on Service Oriented Architecture (SOA) and Virtual Organization (VO) concepts is discussed. A mobile patient monitoring system that makes use of mobile computing and wireless communication technologies for continuous or periodic measurement and analysis of biosignals of patients is presented in [2] . In particular, a generic architecture associated terminology and a classificatory framework for comparing mobile patient monitoring systems are proposed, aimed at both healthcare and computer science professionals. A cloud-based mobile system to improve respiratory therapy services at home is proposed in [3] . The platform uses vital signs monitoring as a way of sharing data between hospitals, caregivers, and patients. Using an iterative research approach and the user's direct feedback, they show how mobile technologies can improve a respiratory therapy and a family's quality of life. A Framework for European Services in Telemedicine (FEST) is discussed in [4] . The main objective of FEST is to develop a framework of common understanding, which will assist those wishing to set up a Telemedicine service by providing structured guidance to the information required for such an endeavour. A software agent approach for telemonitoring of patients at home is presented in [5] . In particular, it is considered as an alarm raising system that addresses the issue of the increasing social, economical, and medical needs of maintaining people at home in loss of autonomy, while preserving privacy and quality of life. A preliminary study for the development and implementation of a national Taiwan's Telehealth Pilot Project (TTPP) for long-term care is presented in [6] . The system has three different models; the home-care, the community-care, and the residential-care model to assist the elderly in the pursuit of better healthcare and improved quality of life. The results revealed that both the home-care and community-care models facilitate timely medical responses if the enrolled patients have emergent conditions. An architecture for a continuous, user-driven, and data-driven application of clinical guidelines and its evaluation is discussed in [7] . Specifically, a realistic continuous guideline (GL)-based decision support architecture, i.e., PICARD that accesses a temporal reasoning engine and provides several different types of application interfaces is proposed. The feasibility and acceptability of using mobile phones as part of an existing Web-based system for collaboration between patients with diabetes and a primary care team is assessed in [8] . In design sessions, mobile wireless glucose meter uploads are tested along with two approaches to mobile phone-based feedback on glycemic control, highlighting how mobile diabetes management systems may present a strategy to improve the quality of diabetes care. However, this state of the art analysis highlights how most of existing solutions have been conceived as "stand-alone", adopting different technological approaches that require a considerable level of complexity with high design, development, and management costs. The adoption of the cloud computing technology could push down such costs. However, it is at an early stage in the field of tele-health. A framework for supporting healthcare was proposed in [9] , with the objective of providing a model and guidelines for deploying lightweight and low cost Cyber Physical Health Sytem (CPHS) in rural and isolated areas, with the expectation of expanding healthcare to the developing world.
Currently, Cloud technology is recognized as the enabling key technology for Future Internet. Several years ago, the European Commission (EC) envisioned a challenge for fostering a wide adoption of Cloud and IoT based systems, avoiding vendor lock-in and simplifying the composition of new services. The Future Internet initiative that involved Public and Private Partners (FI-PPP) has brought to the delivery of a new advanced European cloud platform, named FIWARE [10] . The FIWARE Accelerator Programme was part of the FI-PPP. It is investing 80 million euros to promote the use and adoption of FIWARE technologies and to help Smart and Medium Enterprises (SMEs) and entrepreneurs create innovative Future Internet applications [11, 12] . The program included 16 Future Internet Accelerator projects covering different topics, such as smart cities, multimedia, agrifood, healthcare, etc.
Therefore, in recent years, several applications have been developed adopting the FIWARE technology in different application domains including information management [13, 14] , Cloud resource management [15] , smart mobility [16] [17] [18] [19] , smart parking [20] , smart agriculture [21, 22] , energy [23] , security [24] [25] [26] [27] , human-computer interaction [28] , earthquake prevention [29] , and healthcare [30] .
Moreover, in order to promote the wide adoption of a such an emerging technology, the EC launched 16 Industrial Accelerator programs focusing on different application fields. One of these, i.e., FICHe [31] , was specialized on healthcare providing the guidelines on how to develop e-health systems. In its activity, it also boosted 20 innovative eHealth startups. However, how to use the FIWARE platform and its additional components, called Generic Enablers (GEs), for the development of e-health solutions is not trivial at all. In fact, currently, the development of a full e-health solution using the FIWARE components is not trivial at all because it is hard to understand how to effectively integrate them.
In this paper, we present the developement experience of an RPM system based on FIWARE in the context envisioned by FICHe. Such an experience was performed thanks to the collaboration among researchers belonging to both clinical, academinc and industrial partners including the Istituto di Ricovero e Cura a Carattere Scientifico (IRCSS) "Bonino Pulejo" (Italy) (i.e., a clinical and research healthcare centre specialized in the treatment of neuro lesions), University of Messina (Italy), IBM Research (Israel), Telefónica (Spain), and the University of the Western Cape (South Africa). In particular, we start from the preliminary RPM architectural model provided by IRCSS "Bonino Pulejo" previously discussed in [32] , in order to describe how it was extended according to FICHe guidelines and how it was implemented considering the most recent FIWARE components. More specifically, the description of our case study allows us to outline how to deal with the real adoption of the FIWARE technology in an e-health project. The proposed solution aims at improving remote assistance to patients at home optimizing the management of the workflow of physicians, medical assistants, and operators involved in the service. We describe how such an e-health solution has been designed, composed of several FIWARE services and GEs, highlighting the main advantages in the modus operandi of the researchers involved in the project. Also, we provide a full description of the FIWARE ecosystem and of the specific GEs that were used in the RPM system in order to describe the main advantages in the agile software development of an e-health project. It can be a useful contribution for entrepreneurs or developers that would want to exploit the FIWARE platform to easily develop e-health projects. The solution is also expected to be implemented as a first fully fledged CPHS for the rural and underdeveloped areas of South Africa.
The paper is organized as follows: In Section 2, we provide an overview of the FIWARE technology and we discuss the method we adopted to design the RPM architecture; in Section 3, we discuss how can be possible to developed a FIWARE-based RPM system. In particular, we will focus on how to setup RPM IoT devices, how to collect and permanently store patients' health data over Cloud, also addressing security issues. Moreover, we will explain in detail how we integrated GEs. A discussion on the overall design and development experience and conclusions are provided in Section 4.
System and Software Architecture

FIWARE Platform and Software Components Overview
At present, a few big cloud players in the world, such as Google, Amazon, Facebook, Apple (see Les GAFA [33] ), Rackspace, Saleforce, have a prominent position in the business on cloud computing. They are actuating the policy of Vendor Lock-In, where it is easy to go in their systems, but it is a nightmare to go out of their cloud systems. For example, Amazon gives its clients the possibility to import data in its cloud for free, but it is necessary to pay to export data and services out. As described in this section, FIWARE might represent the redemption of Europe in cloud offerings as it represent a meaningful alternative to speed up new ICT applications under the Future Internet ecosystem in a safe and secure way thanks to its Openness and free availability of the cloud infrastructure.
The aim of FIWARE is to provide an open standard platform and an open, sustainable, global ecosystem. Being a cloud-based platform, FIWARE heavily relies on its cloud hosting layer. Both the reference architecture and the reference implementation of FIWARE Cloud are based on OpenStack [34] , the leading open source cloud middlewere that has been developed collaboratively and widely adopted by the industry. The following mainstream OpenStack modules are being adopted:
• OpenStack Compute Service (Nova)-used to provide and manage Compute resources (including virtual machines and Linux containers), hosting the various runtime components of the software stack comprising the application; • OpenStack Image Service (Glance)-used to store and manage virtual machine images, which encapsulate the pre-installed operating system and the software stack to be deployed on the individual virtual machines hosting the application; • OpenStack Volume Service (Cinder)-used to provide and manage block storage resources (storage volumes), which can be attached to Compute resources as data disks in order to keep the persistent state of the application; • OpenStack Network Service (Neutron)-used to provide and manage virtual networks, which can be attached to Compute resources so that the different application components can interact between themselves as well as with external users/entities; • OpenStack Orchestration Service (Heat)-used to orchestrate the provisioning of complex multi-resource configurations, as well as computation, storage and network artifacts associated with a particular application infrastructure; • OpenStack Identity Service (Keystone)-used to manage authentication, authorization and access control for the various cloud components; • OpenStack Application Management Service (Murano)-used to manage the provisioning and life cycle of the individual software components comprising the application, including dependencies between them and on the underlying infrastructure; • OpenStack Object Storage Service (Swift)-allows the application to hold BLOBs and associated metadata, in a large scale, highly available, and low cost storage facility built on commodity hardware.
OpenStack is the buiding block of FIWARE that can take advantage of its large community involving developers and companies. The complementary interaction with the OpenStack community makes the FIWARE Cloud sustainable over time, allowing the developers to leverage best-of-bread capabilities in cloud infrastructure and in other areas, where FIWARE is providing innovative GEs that can be hosted on FIWARE Cloud seamlessly.
The FIWARE Reference Architecture includes a set of general-purpose platform functions available through APIs that are GEs. GEs provide advanced and middleware interfaces to networks and devices, advanced Web-based user interfaces, application/services ecosystems and delivery networks, cloud hosting, data/context management, IoT service enablement, and security. FIWARE considers GE Open Specifications (that are public and royalty-free) and their implementations (GEi). There might be multiple compliant GEi(s) of each GE open specification. At least, there is one open source reference implementation of FIWARE GEs (FIWARE GEi(s)) with a well-known open source license.
As described by Hierro et Al. in [35] , FIWARE is working in the following directions:
• the technical approach for implementing use case and trial projects using FIWARE generic enablers on available infrastructures; • the operational approach for deploying and running the experiments and trials; • the way social, legal, and economic requirements and constraints are addressed.
The FIWARE Ecosystem is rather comprehensive and it is composed of the elements and stakeholders reported here: The FIWARE Ecosystem is shown in Figure 1 . Starting from the left part of the picture, the GE repository holds the code of available GEs. Different geometric shapes for GEs remark the variety of GEs already available in FIWARE. GEs can be instantiated in the FIWARE infrastructure and executed in the RunTime environment (RT). RT is included in the FIWARE platform and it can be a component of an isolated cloud (such as in Production Environments), or part of federated clouds, where different RT interact with each other by means of XIFI specifications (such as in Experimentation Environments). In the example of Figure 1 , University A (PP) and University B (PP) are PPs federated following XIFI agreements, whereas Cloud Provider C and Cloud Provider D manage isolated clouds. However, due the open nature of FIWARE, GEs can be moved from one RT to another and vice versa (see the dashed-lines) seamlessly. Even if PPs present different Cloud interfaces, users, SMEs and IoT devices manage GEs in the RT in the same way. That is why FIWARE represents the Standard de Facto for future systems.
For the best of our knowledge, apart from the solution discussed in [30] , there are not other scientific works focusing on the adoption of the FIWARE technology for healthcare applications. The best practice described in this paper aims at contributing to improve the state of the art in this context. 
Case Study: An e-Health System for Remote Patient Monitoring (RPM)
In order to describe how the FIWARE technology can be used in a real healthcare use case, we focus on a solution for RPM at home. RPM is becoming a challenging solution for hospitals and healthcare organizations, which aims at offering a high quality care service, keeping costs down, and increasing their potential market. Actually, patients with multiple chronic diseases consume a high quantity of healthcare resources and, often, they have to frequently come back to the hospital for clinical treatments. Providing health assistance to patients at home allows health providers to reduce hospitalizations and allows patients to stay in a more homely environment.
RPM is based on the continuous assessment of patience's health status and allows ill patients or patients with disabilities to interact with the medical personnnel [36] . It may include physiological monitoring (e.g., temperature, weight, glucose, blood pressure, etc) and motor exercise tracking tools. Nowadays, most of hospitals do not provide RPM services, but thanks to the new ICT technologies, in our opinion, they can be easily developed in order to offer advanced heath care services. Our use case is focused on a cloud system providing RPM services at home. Specifically, it proposes a support system to optimize the workflow of medical and paramedical personnel according to available health resources based on the real needs of patients. Such a scenario includes many different actors who are classified as:
• Physicians: Medical personnel who are responsible to take care of patients through the analysis, diagnosis, and treatment of diseases. They can be typically general or specialist medical practitioners focused on specific disease categories and methods of treatment.
• Operators: Medical personnel who is responsible for visiting (periodically or on demand) patients at home and to forward information to physicians if a risk is detected. They represent the direct link between patients and the hospital/caregiver services.
• Patients: People with cronical disease or who need a long time convalescence. Their biological activities, habits, and environmental factors are continually monitored in order to give medical personnel updated information on the patients' health status.
RPM at home is possible thanks to the large adoption of many health monitoring devices along with new tele-healthcare services. To this end, cloud computing can be very convenient for the development of reliable and scalable solutions that can be employed in many different contexts. In particular, the exploit of FIWARE technologies is strategic for several reasons. FIWARE allows developers to reduce the time necessary to set up the whole solution and to increase the modularity, scalability, and flexibility of the final product. The basic cloud-based components used in this initiative are aimed at data storage and processing, brokerage, and security. Moreover, software modules for collecting data are really important, due the massive data that need to be treated. The advantages of using FIWARE components is that they can be easily instantiated and interconnected using well defined Application Program Interfaces (APIs). IoT devices equipped with sensors and actuators integrated with the FIWARE platform play a fundamental role in development of Future Internet applications. The FIWARE platform can easily orchestrate all the necessary services of a RPM scenario that is rather critical in terms of medical IoT device management (including sensors and actuators), data management (information have to be processed and exchanged between physicians and medical operators) and patients' privacy.
Design Steps
To face the development of a new project, it is necessary to perform well defined independent steps. They are:
• functional analysis-it describes what the system does and identifies all the functions that must be performed by the system in order to meet the operational requirements. Each of these functions is decomposed into sub-functions, and the requirements allocated to the function are each decomposed with it. This process is iterated until the system has been completely decomposed into basic sub-functions and each sub-function at the lowest level is completely, simply, and uniquely defined by its requirements.
• technology investigation-it describes how the system works and identifies possible technologies useful to implement the sub-functions in the system. • service and software development-it includes the effort in developing new services and software components that are specifically designed for the project.
• integration-it provides an abstract definition of the system to capture the key processes, data relationships, and data sources necessary to the whole system. Such abstraction maps one or a set of functions and sub-functions in modules. Then, modules can be organized in an ordered structure, where interactions among different modules are fully defined, as well as the interfaces towards the external world.
Whereas
Step 1 is strictly related to the specific project, FIWARE provides great support for Step 2 of the project development, offering a useful set of technologies and packages that can be easily adopted. Thus, in the following, we briefly describe the functional analysis of our specific use case (Step 1). Then, in the next Sections, we deal with the technology investigation process using FIWARE technologies (Step 2).
Step 3 is out of the scope of this paper, since it includes design and implementation strategies for proprietary software developed for the e-health solution. We will describe the Step 3 results in a future work. About Step 4, we provide a skeleton of an integration structure, where the main components identified for the development of the project are interconnected.
With reference to the specific use case, the RPM solution need to implement the following main functionalities:
• Input data management: RPM solutions are based on data gathered by remote sensors or measurement systems necessary to detect specific physiological and environmental parameters. Data gathering can be performed by small healthcare devices either clipped onto patients' clothings or directly attached on the patient's body by means of smartphones, smartwatches. Moreover, devices placed in the patient's home (e.g., equipped with motion sensors) can also automatically collect data coming from the surrounding environment without the need of any specific action performed by the patient. Other devices can be explicitly used by patients to manually insert data.
•
Data storage: Data collected at the patient's homes need to be transmitted from healthcare devices to a central data repository placed in the clinical centre for benchmarking [37] . It is hosted in a remote server that is accessed by authorized users (e.g., medical personnel responsible for nursing of the patient) for further processing or history tracking.
Service development: Specific e-health services need to be developed to process information according to users' configurations and event occurrences. They include alarm detection, medical activities scheduling, personnel management, patients cross-information processing for statistics, etc. Moreover, additional services need to be deployed to interconnect different components aimed at specific goal.
• Application development: It helps patients and medical personnel to interpret data coming from medical devices and equipments in order to plan the workflow for RPM at home. Software applications can be developed as mobile apps for smartphones/tablets or as web applications.
• Secure data access: Security is crucial in healthcare solutions. Thus, specific functionalities for data authentication and access management are necessary. The implementation of specific access policies specifies how different users can use information on patients. For example, physicians can modify monitoring configurations and visualize statistics, whereas operators cannot.
In order to proceed with the development of the e-health solution, we investigated on how to implement each of the above functionalities using the FIWARE technologies, trying to respond to the question: How can we do that with FIWARE? Our approach and the results we achieved are described in the next sections, where each section addresses a specific question.
Results
How to Setup RPM Devices at Patients' Home
Recent technological advantages allow to setup personal body networks of low-cost IoT medical devices equipped with sensors and actuators able to collect parameters related to the health status of patients directly in their homes enabling tele-monitoring. In this context, patients can use both wearable and wireless IoT medical devices able to monitor their health status (heart rate, speed, respiratory rate, single-lead ECG, and training load in real-time). Such devices, being connected over the Internet send monitored health data to the hospital Cloud.
Up to now the healthcare market has been dominated by vendor lock-in societies providing expensive solutions that make difficult their integration with third-party software systems. However, current trend of creating very low-cost programmable IoT devices is opening towards new frontiers in RPM. Indeed, in the last period we are witnessing to a real battle among Single Board Devices (SBD) makers that are pushing down costs. Such players includes Raspberry, Arduino, Realtek, and Espressif, among others. Emerging IoT devices are all characterized not only by a remarkable low cost, but even by their standalone capabilities, such as computation resources (micro-controller based products are very powerful), RAM (at least 1 MByte of memory), communications&protocols (e.g., WiFI, Bluetooth, Ethernet, IP, UDP, TCP, CoAP), and many GPI/Os (e.g., PWM, PCM, ADC, DAC etc.) for interfacing them with any external physical/electrical transducer. In acquiring and converting analogue physical/electrical data (ADC), the GPIOs of such devices present a considerable sampling rate in terms of frequency (up to 100 khz, that is also good for ultrasound scans), along with a good depth of bits per sample (at least 10 bits).
In the context of human health monitoring, RPM tools can be arranged using such IoT devices equipped with proper sensors and actuators able to collect bioelectrical signals from patients. Differently from existing Commercial off-the-shelf (COTS) human health monitoring devices, medical IoT devices allow the development of a plethora of very cheap RPM solutions that can revolutionize healthcare, not only in more developed countries, but also in developing ones and isolated rural ares. In fact, patients can benefit of many Internet-attached medical IoT devices able to monitor and assist them at home, such as: A low cost treadmill, a low cost exercise bike, a low cost adult walker aid, a bluetooth scale, a blood monitor (for pressure, glucose, oxygen, etc.), a step counter (pedometer), a bluetooth Heart Rate Monitor, a game-based interaction with SmartPhones, a game-based interaction with Smart TVs and Remote Controllers. In some cases, cheap smart sensing devices measure physical parameters interfacing them with physical/electrical transducer (e.g., pedalling electronic measurement, running electronic measurement, indoor positions in home, etc.). In other cases, they may represent the sinks conveying all the data generated by wireless systems (e.g., smart health monitoring devices with remote controllers) [38] .
Since each medical IoT device has its own local computing and storage capabilities, it is able to pre-process the collected raw health data and send only required aggregated pieces of information to the hospital Cloud system, hence reducing the communication overhead in term of data transmission. Furthermore, each personal body network can be interconnected with other ones forming a network of personal body network accessed by the hospital Cloud system.
How to Collect Data Over the Cloud
As previously specified, in the RPM use case, it is fundamental to collect data at the patient's homes and move them into the Cloud. To this aim, we identified Orion in the GE repository as key solution. Orion is the reference implementation of the publish/subscribe context broker GE. Orion implements the context management functionality in FIWARE, based on the OMA's NGSI standard [39] . A good introduction to context management in FIWARE can be found in [40] . Context management includes a set of API to create, update, read, or remove context information. A piece of context information consists of a set of attributes that characterize the entities of an application. In the e-health scenario, for example, each single entity can represent patients, whereas attributes can represent related diseases.
As shown in Figure 2 , Orion includes a set of operations used by context producers (e.g., a medical sensor) to generate and update context information that are provided to context consumers (e.g., e-health services). Context consumption can be carried out by means of synchronous or asynchronous tasks. Context data production and consumption are decoupled. It is interesting to notice that producer and consumer are independent. Some complex applications have some parts playing the producer role and others playing the consumer role to provide a global service. For example, an e-health application could have two parts: The first one runs in the medical sensors (context producers) and the second in the doctors' smartphones (context consumers) to provide real-time clinical information about patients. Considering the Orion API, we note that the OMA standard is abstract, thus not directly implementable by any piece of software. For this reason, FIWARE has defined a concrete syntax by means of a RESTful binding [41] that adopts HTTP as transport protocol and JSON as payload encoding format. The API is divided into two kinds of sub-APIs: the first for context management itself (i.e., OMA's NGSI10) and the second for context availability management (i.e, OMA's NGSI9). The difference among them is that the latter does not manage pieces of context information themselves (e.g., the attribute A of entity E), instead the context provider of such pieces of information (e.g., the provider of attribute A of entity E is the context provider at URL P). This enables interesting scenarios in which context broker delegates context management to such providers and acts basically as a proxy, providing transparency to context consumers (i.e. if the provider of a given piece of context information changes, the change does not have any impact on context consumers), context provision infrastructure hiding (the context broker acts as single entry point for context management operations), and hierarchical scalability (one context broker can acts as context provider of a high-level context roker).
Both NGSI9 and NGSI10 sub APIs present a parallel structure and they include:
• Task to create/update context information (NGSI10) or context provider registrations (NGSI9).
• Task to query context information (NGSI10) or context provider registrations (NGSI9) in a synchronous fashion.
• Task to subscribe a context information (NGSI10) or context provider registration (NGSI9) so as to receive notifications in an asynchronous fashion.
From a RESTful perspective, the API implements two "families". One family (named standard operations) has been designed to be as closer as possible to the OMA specification, thus each resource in the RESTful API models an operation in the OMA API and the only verb used is POST. There is another family (named convenience operations) with a richer set of resources and verbs in which resources model context concepts (entities, attributes and subscriptions) and all the usual verbs are used (GET, POST, PUT, and DELETE). It is important to remark that both families are equivalent and are provided to enhance the flexibility of the enabler, so that the developer using Orion can chose the one the developer prefers.
Other functionalities that Orion Context Broker provides are the following:
• Horizontal scalability. The Orion Context Broker logic is basically stateless, so it can scale horizontally. The persistence layer used by Orion is based in MongoDB, which also scales horizontally using shards.
• Geolocation awareness. On the one hand, entities can be marked with a location (in GPS coordinates) at context broker. On the other hand, context broker is able to process queries scoped to geographic areas (e.g., inside/outside a circle or a polygon), which response takes into account the location information associated to entities. • Pagination. Context information base can be very large, e.g., an e-health application managing information of 1,000,000 patients, each patient modelled as a different entity. Orion Context Broker API takes this into account and provide mechanism to query context information by blocks (named pages).
• Multitenancy. A single instance of Orion Context Broker may manage context information sets belonging to different parties (usually referred as tenants) isolated at DB level, so operations done by one tenant only take into account the context information belonging to that tenant.
Orion Context Broker could be compared with messaging systems (messaging queues/buses, service buses, etc.). In addition, it could be compared with conventional databases to store the same entity/attributes context information. In general, Orion Context Broker is simpler and more flexible than other kinds of system. Regarding simplicity, given that everything is about entities and attributes, no complex modelling (e.g., relational modelling) is needed. Moreover, entities and attributes are concepts that naturally arise during the analysis and design steps of an application. In addition, as explained before, the API itself includes a small number of operations that are easy to master. Regarding flexibility, context is a rather generic concept, so it is suited for many applications and not only to applications related to e-health. As part of this flexibility, take into account that an entity does not necessarily models things in the real world (such as a medical sensors). It can also model things in the virtual world, such as an "alarm" (which does not have any physical representation and only exists within the IT system, which manages alarms).
Specifically regarding the messaging system, they also allow actors (context consumer) to consume the information published by other actors (context producers). However, messaging systems used to process messages in an opaque way. Thus, the advanced functionality that Orion implements (such as geolocation awareness or context management delegation in context providers) is not possible with a messaging system. However, a messaging system could be a good complement to Orion, covering messaging bridging functionality (e.g., RESTful to Web-sockets), notification retries policies, etc.
Regarding conventional databases, they are general purpose systems, not specifically oriented to context management. Thus, although in some sense they are more powerful (e.g., queries and aggregations), they have a steep learning curve, compared with using the Orion RESTful API. Moreover, the lack of push functionality (all databases work under the pull paradigm) can have horizontal scalability problems (depending on the technology) and involve modeling complexity (typically, relational modelling, which is not needed with the entity-attribute approach).
Finally, there is an intrinsic advantage of using Orion Context Broker compared with the previous systems: Its seamless integration in the core of the FIWARE platform, thus opening the door to added value functionality directly or with out-of-the-box connectors. Orion Context Brokers sits in the heart of the platform, pumping data from/to several GEs or, in other words, being the "glue" to integrate different FIWARE GEs together.
How to Permanently Store Data
such as the DICOM file format, HL7, etc. In particular, considering DICOM file format, it does not only contain a set of metadata values but also involves a data model that reflects the handling of medical imaging data in the e-health domain. For example, different images are part of a series, and this relation between the series should also be reflected in the storage. Therefore, the Object Storage needs to deal with the following capabilities:
• Support for the metadata as existing in the e-health domain: The idea here is to have a first test on what is required for the automated extraction of DICOM file metadata for FIWARE Object Storage GE.
•
Support of the data model relations: in the e-health domain, different images stand in relation to each other and such relations should be reflected. The relations should not only be stored in the way that this information is retrieved when retrieving the data item. The useful implementation of this functionality is to quickly identify Objects belonging together.
The Object Storage GE on one hand can be easily accessed to upload data into the cloud from external sources through RESTful API (e.g., IoT) and to store it in a scalable and resilient manner and on the other hand, it can be easily used as a source for complex processing and analytics workflows implemented using the various Data/Context Management GEs leveraging data and metadata.
How to Instantiate New Software Components in the FIWARE infrastructure
FIWARE heavily relies on its cloud hosting layer that is based on OpenStack, as discussed in Section 2.1. FIWARE clouds typically offer "ready to deploy" packages including independent GEs, popular combinations of GEs and packaged pieces of software by using the innovative FIWARE Cloud tools. This makes extremely easy to setup complex development and deployment environments. Similarly, our RPM system is packaged using FIWARE Cloud tools, hence ensuring seamless compatibility and portability.
Developers can enjoy the standardized approach to package their applications (e.g., in VM images), which can be then deployed on any FIWARE Cloud seamlessly. Moreover, since FIWARE Cloud is compatible with OpenStack, the same applications can be deployed on any OpenStack-compliant cloud, private or public seamlessly.
For complex applications (e.g., multi-tier), FIWARE Cloud offers the abilities to implement logical network segregation, allowing to isolate individual application components from each other and from the external users/entities easily. The network virtualization capabilities are delivered following the modern Software Defined Networking (SDN) principles, available via OpenStack Network Service. Moreover, the SDN foundation enables the innovation in the network function virtualization area, where individual advanced network functions, such as load balancing or firewalls, are delivered flexibly within a unified cloud infrastructure, spanning compute, network, and storage resources. Such innovations are likely to be easily adopted by future FIWARE Cloud implementations, based on emerging standards and the ongoing work to make them compatible with OpenStack.
FIWARE Cloud provides seamless integration with the FIWARE Identity Management GE, enabling single-sign-on between the cloud GEs and the GEs hosted on the cloud. This way developers can maintain a single set of credentials for the different parts of their applications, including those delivering services to end-users and those controlling the life cycle of the application deployment itself, hosted on the FIWARE cloud.
In addition to capabilities provided by "Vanilla" OpenStack, FIWARE Cloud provides several innovations beyond what is currently available in mainstream OpenStack deployments. This includes the following capabilities:
• Support for LinuX Containers (LXC) as a novel mechanism to provide compute resources, enabling higher density, agility, and flexibility. With LinuX Containers (such as Docker), the application developer can enjoy a much more lightweight compute resource, hosting only the incremental parts of the particular application component, as opposed to full operating system and the heavy-weight software stacks typically deployed in virtual machines.
• Support for execution of processing tasks called "storlets" within the Object Storage infrastructure, reducing the need to transfer large amounts of data between the data cluster and the Compute cluster. By using storlets, the application developer can easily offload many data-intensive tasks such as media transcoding or data anonymization to the Object Storage facility, leaving mostly the heavy-weight Compute-intensive processing within the Compute cluster.
• Support for template-based holistic management of complex application deployments, involving composite configurations of infrastructure resources (compute, storage, network) as well as software components installed and configured within the individual virtual machines or Containers. This technology enables DevOps-style approach to application development, where the individual provisioning and configuration steps across the different application components are fully automated, using easy to use declarative or prescriptive interfaces.
How to Develop Application Front-End
An e-health scenario requires a Graphical User Interface (GUI) that is easy to used by the clinical personnel and patients. FIWARE, by means of particular GEs, offers developers and end-users the possibility to build HTML5-based GUI to develop their front-end software components that are commonly used to arrange Software as a Service (SaaS). We can distinguish between developer-oriented and user-oriented GEs.
By means of developer-oriented GEs, developers can build pre-customized front-end software components. These GEs facilitate the developemnt of 2D/3D User Interfaces (UI), providing advanced tools for image rendering, interface design, synchronization, animation, etc. GEs belonging to such category include: 2D-UI, 2D/3D Capture, 3D-UI-XML-3D, 3DUI-Web Tundra, Cloud Rendering, GIS-Data Provider -Geoserver-3D, Interface Designer, POI Data Provider, Real Virtual Interaction, Synchronization, and Virtual Characters. Using such GEs, developers are responsible for defining the application logic and the interaction with back-end components (e.g., third-party software systems and other GEs).
Besides software developers, the FIWARE technology aims to enable "common" users (who do not have programming skills) to acquire built-in software components and combine them with a drag-and-drop approach in order to customize their applications. This is possible by means of user-oriented GEs. Such a new methodology opens FIWARE users to a new flexible software delivery model; users can easily acquire pieces of front-end software, each one controlling a particular back-end component and combine mash-up applications. GEs that enable such a scenario include: Application Mashup (whose reference implementation is Wirecloud), Marketplace (whose reference implementation is SAP RI), Repository SAP RI, Revenue Settlement and Sharing System, Store (whose reference implementation is WStore). In particular, Wirecloud allows both developers and end-users to build their own application by integrating different widgets in order to compose mashups. A widget is a graphical HTML5-based front-end that allows to control a particular software component back-end. Different from developer-oriented GEs, user-oriented GEs allow users to integrate different widgets according to a drag-and-drop approach. Wirecloud is aimed at both desktop and mobile users.
Wirecloud is the reference implementation of the Applicatin Mashup GE based on Rich Internet Application (RIA) and semantic technologies. It offers a web platform that allows users (without programming skills) to easily compose "on-fly" with a "drag and drop" approach their own dashboard/cockpit applications according to their specific needs. In fact, Wirecloud allows to develop an application logic by integrating heterogeneous data and UI components called "widgets". They can be chosen by users from a vast, ever-growing catalogue and integrated by means of a piping editor in order to develop dashboard/cockpit applications.
Wirecloud suits well the requirements of the RPM front-end. In fact, it allows medical personnel to customize their dashboard/cockpit applications easily in order to monitor the health status of patients. This is possible by developing different widgets that can be integrated (wired) by the medical personnel according to their needs. Application mashups can be built, e.g., to address particular doctors and patients' needs and to monitor thresholds related to different patients' biological parameters. Let us think, for example, a doctor who is able to compose "on-fly" different widgets in order to build a dashboard that provides a global picture of the health status of a patient, or let us think of a doctor who is able to modify "on-fly" the same dashboard by removing or adding widgets according to his/her needs. In such a scenario, widgets can be the front-end component of a medical device, monitoring particular biological parameters of a patient (heartbeat, blood pressure, neurological activity, and so on). In this way, doctors can build customized dashboard/cockpit that can help them to make complex diagnosis, e.g., combining different widgets related to different observations in order to identify possible inter-dependent aspects that can condition a specific disease. In addition, considering an RPM scenario, doctors can access the real-time observations of a patients.
How to Address Security Issues
Security and privacy in e-health raise several issues. In order to address such issues, FIWARE offers several GEs, such as the Identity Management GE (whose reference implementation is KeyRock), the PEP Proxy GE (whose reference implementation is Wilma), and the Authorization PDP GE (whose reference implementation is AuthZForce).
Keyrock provides Single-Sign-On (SSO) authentication as a service. Users' identity attributes are typically managed by a trusted party. Keyrock, acting as Identity Provider (IdP) provides authentication services to different Service Providers (SP) acting as relying parties via open standard protocols such as OASIS SAML (Security Assertion Markup Language) version 2.0 [42] and OAuth. It covers attributes for both users and IoT devices, managing also the identity of "things" themselves (attributes, location, history, and so on).
Wilma is based on the eXtensible Access Control Markup Languages (XACML) [43] . It is responsible for controlling resource access. When a third party software component would like to access a resource, it includes in the requests a token issued by KeyRock that identifies the user that is going to perform the action. It is also possible to add specific access authorization policies to resources by means of AuthZForce. In a typical configuration, Wilma is integrated with the Keyrock and AuthZForce in order to carry out both authentication and authorization services.
Considering our RPM solution, we used the KeyRock to provide user authentication to both patients and medical personnel. When a widget receives a request from another widget from a user, the process of authentication and authorization for accessing the resources and/or services of the widget back-end begins. According to this approach, it is safe the access the resources and/or services belonging to other GEri(s) (e.g., Object Storage and Orion Context) or other third-party software systems (e.g., legacy systems belonging to hospitals). This approach is very smart because the security of an application mashup in not a monolithic but can be configured with a modular approach on each involved widget. Figure 3 depicts the authentication and authorization processes required to access both resources and services of a single widget back-end. The authentication process takes place by means of KeyRock that issues a OAuth token that then is sent to the Wilma. If the token is not expired, the request is forwarded to AuthZForce that verifies if the user holds the rights to access the widget back-end. If so, the widget back-end serves the request. 
FIWARE-Based RPM Architecture
To integrate the above technologies in an efficient e-health solution, we need to organize components in a whole system, specifying how they are interconnected and the type of information they process. Figure 4 shows the skeleton of our solution, that describes how information flows in the system across different components. Rectangles in the picture represent the components implementing the main functionalities necessary to develop the e-health solution. Inside each rectangle, we identify the specific GEs useful for the related functionality. All the components and GEs in the system can be deployed in FIWARE VMs. Monitoring data collected from patients are forwarded across the Internet to the FIWARE-based hospital Cloud, where the Data Collection component, implemented by the Orion Context Broker GE, is devoted to organize data according to the context. Then, health data are processed by specific services arranged by the service deployment component, implemented by the Infrastructure as a Service (IaaS) GE (i.e., OpenStack), or simply stored by the Data Storage component implemented by the Object Storage GE. Raw and processed health data can be accessed by end users through applications, arranged by the Wirecloud GE, characterized by different features according to the particular involvement of the end user in the healthcare workflow (e.g., he/she is a doctor, operator, health assistant, and so on). In the end the Secure Data Access component implemented by IdM, PDP, and PEP GEs guarantees security. Focusing on the specific interaction among GEs, we provide some details that can be useful to develop the whole system.
First of all, widgets and operators wishing to use the Javascript bindings provided by Wirecloud for accessing the FIWARE NGSI Open RESTful API in order to seamlessly interoperate with the Orion Context Broker GE must add the NGSI feature as a requirement into their description files (config.xml files). Listing 1 shows an example of connection query. In order to create queries, it is required to enable the NGSI support to widgets/operators (XML). The following is an example of a widget description using the XML flavour of the Workflow Description Language (WDL): on the specific interaction among GEs, we provide some details that can be useful to develop the 641 whole system. < t i t l e >Observation R e p o r t e r</ t i t l e > < a u t h o r s> a a r r a n z</ a u t h o r s> <email>aarranz@conwet . com</email> <image>images/ c a t a l o g u e . png</image> <smartphoneimage> images/smartphone . png </smartphoneimage> < d e s c r i p t i o n > C r e a t e s a new o b s e r v a t i o n </ d e s c r i p t i o n > <doc> h t t p : //www. e n v i r o f i . eu/</doc> </ d e t a i l s > <r e q u i re m e n t s> < f e a t u r e name= " NGSI " /> </r eq u ir em en t s> <wiring/> < c o n t e n t s s r c = " index . html " c o n t e n t t y p e = " t e x t /html " c h a r s e t = " u t f −8" u s e p l a t f o r m s t y l e = " t r u e " /> < r e n d e r i n g h e i g h t = " 20 " width= " 5 " /> </widget> Listing 2: Widget description using the XML flavour of the WDL.
It is also possible to enable the NGSI support to widgets/operators (RDF). In order to create a connection from Wirecloud Widgets to NGSI Context Brokers, first of all, the developer has to make use of the NGSI API by creating a connection with the NGSI Context Broker the developer is going to use. This can be accomplished with the following code:
Listing 3. Connection with the NGSI Context Broker. The code below shows a NGSI connection creation using the resources available at FIWARE Lab: Once created the connection, you will be able to use the NGSI API bindings (in the example, through 722 the ngsi_connection variable).
723
Queries are the most basic operations that can be executed in a Orion Context Broker. This 724 operation can be accessed thought the query method of the connection object:
725
The ngsi_proxy_url option is required for being able to create subscriptions handled by widgets/operators. Also, if you are connecting to a Orion Context Broker using the IdM authentication, you will need to pass the required authentication credentials. This can be accomplished in two ways:
• Making use of the request_headers option and passing directly the required authentication header; • Making use of the use_user_fiware_token option to make the NGSI API user the FIWARE's OAuth2 token of the current user (obtained by Wirecloud from the IdM). Any request made by a connection using this option will fail if the current users does not have a valid token (take into account that anonymous users and users authenticated using other authentication back-ends fall into this category). If you are worried about security, take into account that the OAuth2 token is injected in the request by the Wirecloud's proxy
The code below shows a NGSI connection creation using the resources available at FIWARE Lab:
Listing 4. NGSI connection creation.
</r e q u i r e m e nt s> 683 <wiring/> 684 < c o n t e n t s s r c = " index . html " 685 c o n t e n t t y p e = " t e x t /html " 686 c h a r s e t = " u t f −8" 687 u s e p l a t f o r m s t y l e = " t r u e " />
688
< r e n d e r i n g h e i g h t = " 20 " width= " 5 " /> The code below shows a NGSI connection creation using the resources available at FIWARE Lab:
The second one is the list of attributes you are interested in. In our case, we are interested only in the current_position attribute. However, you can pass null or an empty list to indicate that you are interested in all the attributes of the selected entities. Finally, all the methods support a last parameter called options that should be used to pass the callbacks and the extra options. Any method of NGSI.connection supports at least the following callbacks:
• onSuccess is called when the request finishes successfully. The parameters passed to this callback depends on the invoked method. In the case of the query operation, the first parameter will contain the data returned after querying the context broker.
• onFailure is called when the request finishes with errors.
• onComplete is called when the request finishes regardless of whether the request is successful or not.
The query method also supports other extra options. The flat options is used for simplifying the data structure used for representing the returned data. This simplification relies in making the following assumptions about the returned entry set: given an entity id there is only one value for the entity's type parameter; entities do not have attributes called id or type; attribute types do not matter or are already known; attribute metadata does not matter or is already known. For example, this is the value of the data parameters passed to the onSuccess callback when using the flat option:
Listing 6: Example of data parameters. One of the most important operations provided by the context broker is the support for creating subscriptions, in this way our system can obtain "real time" notifications about the status of the entities of our system. Subscriptions are very similar to queries. The main difference between queries and subscriptions is that queries are synchronous operations. Moreover, the Orion Context Broker will send a first notification containing the data that would be returned for the equivalent query operation. This way, you will know that there is no gap between the current values and their notified changes. Both widgets and operators can create subscriptions through the createSubscription method. In the previous example, this call to createSubscription will make the context broker to call the onNotify function each time the current_position attribute of the entities of type Patient is changed. You must take into account that the Orion Context Broker evaluates patterns at runtime, so using patters, one is able to receive notification about new entities provided that the notify conditions are meet.
This subscription expires after 3 h, from which time the context broker stops sending notifications. Anyway, widgets/operators can renew those subscriptions by using the updateSubscription method, even if they have expired. Subscriptions can be cancelled using the cancelSubscription method making the context broker release any info about the subscription. In any case, Wirecloud cancels any subscription automatically when widgets/operators are unloaded. As with the query operations, one can make use of the flat option when creating subscriptions. The assumptions made by the createSubscription method will be the same as the ones used by the query method. The only thing that changes is that this affects the parameter passed to the notification callback instead of the success callback.
Widgets and operator can update entities using the updateAttributes and addAttributes methods. The updateAttributes and addAttributes methods use the same format for their parameters. The main difference is that addAttribute method will create new attributes/entities if needed, whereas updateAttributes will fail if the referred entities/attributes does not exist. For example, the code in Listing 7 updates the attribute position of the Patient1 entity if it exists, or creates the attribute or the entity if one of them does not exist. The response_data parameter of the onSuccess callback is a summary of the accepted changes as returned by the Orion Context Broker. This info can normally be ignored, as it will be very similar to the one provided to the updateAttributes/addAttribute methods when the request ends successfully. If everything goes fine, the unaccepted_changes parameter will contain an empty array. If something goes wrong, the unaccepted_changes parameter will contain all the information about what changes were rejected. It is very important to take this into account as the onFailure callback will not be called for reporting unaccepted changes as they are treated individually by the Orion Context Broker. e n t i t y : { id : ' P a t i e n t 1 ' , type : ' P a t i e n t ' } , Since widgets are developed using HTML5, CSS, and Javascript, besides the FIWARE NGSI Open RESTful API, it is possible to develop other types of asynchronous interaction with other third-party systems and back-end GEs. To this end, cutting-edge technologies including Asynchronous Javascript and XML (AJAX), Web Sockets, and eXtensible Message Presencce Protocol (XMPP) can be used to achieve such communications. Figure 5 shows how the communication between a widget and a system back-end can take place. In the following, we provide a brief description on how to accomplish such communication mechanisms. AJAX is a programming technique that allows web application to asynchronously load contents by means of a particular Javascript function, i.e., ActiveXObject("Microsoft.XMLHTTP") for IE6 and IE5 and window.XMLHttpRequest for IE7+, Firefox, Chrome, Opera, Safari. By using these functions in the client-side code embedded in the index.html file of a widget, it is possible to asynchronously load contents processed by server-side codes placed in remote systems, e.g., legacy systems or back-end GEs. The system interface back-end can be developed by using different server-side programming languages including PHP, Asp, Asp.NET, JSP, Ruby on Rails, etc.
Communication should be immediate, secure, private, and without hurdles. The XMPP already provides the first three. But in today's world, most users will be in the browser, so even the most basic application installation can be a major hurdle. Javascrip XMPP Client (JSXC), Strophe.js, and Candy are some of the major projects that allow developers to add a few simple lines to a client-side code of a Web application in order to enable users to immediately communicate over organisation's XMPP server. They allow full-featured XMPP client in the browser, no client installation required; easy integration into existing Web page or application; one-to-one chats among people and systems, e.g., legacy systems or back-end GEs. By using these libraries in the client-side code embedded in the index.html file of a widget, it is possible to asynchronously communicate server-side codes placed in remote systems. The back-end interface can be developed using an XMPP client library such as the Smack written in Java.
WebSocket is a protocol providing full-duplex communications channels over a single TCP connection. The WebSocket protocol was standardized by the IETF as RFC 6455 in 2011, and the WebSocket API in Web IDL is being standardized by the W3C. WebSocket is designed to be implemented in web browsers and web servers, but it can be used by any client or server application. The WebSocket Protocol is an independent TCP-based protocol. Its only relationship to HTTP is that its handshake is interpreted by HTTP servers as an Upgrade request. A client-side code embedded in a widget can be developed using the native HTML5 WebSocket library. On the server-side, Web sockets interfaces for the communication with legacy systems or GEs can be developed using different programming languases including Java, C#, and PHP.
Discussion and Conclusions
Nowadays, clinical centres are looking at cloud computing technology to develop new cutting-edge tele-health services and applications. In this context, Remote Patient Monitoring (RPM) at home represents a tempting opportunity for hospitals to reduce clinical costs and to improve the quality of life of both patients and their families.
However, currently, existing tele-health solutions have been conceived as "stand-alone", adopting different technological approaches that require a considerable level of complexity with high design, development, and management costs. The adoption of the cloud computing technology could push down such costs, however, it is at an early stage in the field of tele-health.
This work deals with the adoption of the FIWARE for the development of RPM and, in general, for tele-health projects aiming at supporting clinical centres interested in adopting the cloud computing technology. Specifically, we presented a step-by-step approach to develop a a RPM solution, investigating how the FIWARE platform and Generic Enablers (GEs) could be adopted and integrated. Our requirement analysis brought us to define a skeleton of the whole RPM architecture based on the integration of FIWARE GEs.
From our experience, the advantages of using FIWARE in the tele-medicine context are multiple. Hospitals are not restricted to vendor lock-in solutions. In fact, FIWARE allows software architects and developers to adopt an agile software development approach. Moreover, FIWARE allows to re-use and integrate a set of reliable cloud components that require only minimal customization in order to fit the tele-health requirements. In addition, clinical centres do not have to take care of system management tasks because these are demanded to the cloud service provider hosting the tele-health system. As far as security, FIWARE offers a set of features allowing hospitals to preserve the patients' privacy. In any case, for security reasons, clinical centres have the chance to setup theirs own "in-home" FIWARE platform where they can deploy their tele-health systems since it is based on open source code. Moreover, hospitals can rely on a wide FIWARE community that actively maintain and develop GEs. Apart from open source GEs, it is also raising a market of proprietary Specific Enables (SEs), and the offerings of FIWARE-based cloud service provider are also rising. Engineering (Italy), Telefónica (Spain), and Orange (France) have been pioneers in this sense. As far as the effort required for clinical centers in order to use FIWARE platform, we can state that it was designed to enable an agile development strategy and that grantees of the FIWARE acceleration programmes developed their applications with 100.000,00 Euros funding roughly in 12 months.
The solution discussed in this paper is also expected to be implemented as a first fully fledged CPHS for the rural and underdeveloped areas of South Africa.
With this paper, we hope to succeed in stimulating the e-health community for the adoption of FIWARE.
