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Organización de la memoria 
 
Esta memoria está organizada en los siguientes bloques de información: 
 
- Introducción: Donde detallamos la idea de la que partimos en un principio y hacia donde 
queremos llegar. 
 
- Análisis previo: Aquí es donde analizaremos el problema que se nos plantea y toda la 
organización de trabajo que pensamos como necesaria para su resolución. 
 
-Análisis de requisitos: Partiendo de la base de que se trata de un diseño de software, es en este 
apartado donde analizamos las cualidades del software que estimamos serán prioritarias para 
diseñarlo adecuadamente. 
 
- Especificación: En esta fase hablaremos sobre QUE  software crearemos. 
 
- Diseño: Aquí hablaremos sobre COMO crearemos el software. 
 
- Implementación: Sobre lenguajes de programación y herramientas relacionadas para la creación 
de este software hablaremos en este capítulo. 
 
- Testing: Breve análisis sobre las pruebas realizadas para comprobar y optimizar el rendimiento de 
la aplicación. 
 
- Costes: Costes derivados de este proyecto si se hubiera realizado como un proyecto de software 




-Bibliografía y glosario. 
 
- Anexo: Informaciones complementarias sobre el proyecto para comprender mejor su 












 En este apartado, se expondrán los motivos por los cuales se optó por este proyecto, los 
principales puntos de interés, las ventajas que se obtienen tratando el tema de las alertas de 
emergencia mediante el software desarrollado para este proyecto, su alcance, y el contexto en el 
que situamos el problema a solventar. 
 
 
1.1 Contexto actual 
  
Normalmente, cuando una persona (perteneciente  o no las autoridades policiales)  presencia 
algún tipo de suceso que requiera la atención de la policía, ambulancias, bomberos etc. el usuario 
suele usar el teléfono para dar aviso de estas situaciones. La idea es que ante las nuevas 
tecnologías que se están imponiendo precisamente en  telefonía móvil, podemos intentar crear 
un mecanismo mejor de aviso ante estas  situaciones.   
 
Por otra parte, creemos se puede aprovechar mejor el uso de las  aplicaciones móviles para 
optimizar la coordinación de los servicios de emergencia  en caso de protocolo de actuación ya que 
actualmente tienen que recurrir a otros medios. 
Además, el creciente uso de smartphones, con mayoría de usuarios Android,  nos hace pensar que 
crear una plataforma usable para este sistema operativo móvil, puede tener una rápida difusión y 





Sacar provecho de las nuevas tecnologías 
 
Basándonos en las funcionalidades de los nuevos sistemas operativos en los llamados smart 
phone,  intentaremos aprovecharlas por tal de obtener mejoras en cuanto a coordinación, tiempo 
de reacción y comunicación de todas las partes que intervienen en el momento de actuar en una 
incidencia. 
 
Aprovechar su accesibilidad 
 
Dado que es mucha la gente que posee smartphones,  o en su defecto, debido a la gran difusión 
que poseen estos dispositivos en la sociedad actual, el hecho de que cualquier persona que posee 
este tipo de mecanismo pueda utilizar nuestra plataforma para interactuar con la aplicación que 
vamos a diseñar lo hace más atractivo todavía, la idea de collective  intelligence puede resultar 
interesante en el fin de este proyecto. 
 
Así pues, la idea es que la plataforma aproveche estas cualidades para transmitirse lo antes posible 
entre los usuarios, ya que, además esta mayor difusión favorecerá el fin que persigue esta 
plataforma. 




El objetivo de este proyecto es crear una aplicación vía web que combinada junto a dispositivos 
móviles con sistema operativo Android, nos permitirá dar de alta incidencias  en esta misma 
web. Incidencias que quedarán registradas en una base de datos, y, que, además activarán todo un 
protocolo de eventos, avisos y comunicados que permitirán coordinar a las autoridades 
pertinentes en función del tipo de incidencia. 
 
Todo el mundo con el dispositivo adecuado podría tener acceso a la aplicación, por lo que cuanta 
más gente lo utilizara, mayor el poder de la información que  se registrará en  las bases de datos 
del software a diseñar. 
 




Centrada más bien en la consulta de todos los datos registrados durante las acciones de denuncia e 
intervención de incidencias. Pese a contener todas las funcionalidades diseñadas para la aplicación 
,el hecho de tratarse de una web 2.0 convencional, no la hacen óptima para las acciones que 
requieren más inmediatez como la propia denuncia del incidente o la interactuación entre equipos 




Esta app recoge las funcionalidades del proyecto que requieren más inmediatez de actuación, 
dejando de lado las de consultas de datos y otros registros, para tratar de ofrecer una aceptable 
agilidad en el tratamiento de las incidencias denunciadas, la notificación de las mismas, y la 
organización de los cuerpos de emergencia. 
 
Cabe indicar que app y web coordinan sus actuaciones mediante una API REST que también está 
siendo implementada para este proyecto. Todo este trabajo vendrá convenientemente detallado 





- El sistema permitirá a los usuarios registrar incidentes gracias a la aplicación, activando así 
toda la serie de avisos subsiguientes. 
 
- A su vez, también permitirá, a las autoridades que tengan que intervenir en estos 
incidentes, consultar las bases de datos sobre historiales de incidencias para recabar información 
en función de esos datos. 
 
- El proyecto se favorecerá de los distintos lenguajes disponibles para programación web, así 
como de la plataforma Android para dispositivos móviles, muy accesible en cuanto a creación de 
aplicaciones para la misma se refiere. 
- Se aprovechan  otras funcionalidades de los móviles, como sería el posicionamiento vía 
GPS, ya que en nuestro caso para situar incidentes nos podría ser de utilidad. 




- Ofrecer una vía alternativa a la llamada telefónica para dar avisos sobre incidencias. 
 
- Mayor capacidad de gestión de estas incidencias ya que se irán almacenándose en la base 
de datos con sus características correspondientes. 
 
- Coordinación de la actuación de las autoridades pertinentes optimizada debido a que 
comienza a gestionarse la incidencia desde que el usuario da aviso de esta. 
 
- Facilitar la comunicación entre los cuerpos policiales, ambulancias, bomberos etc. para 
dotar de mayor rapidez a la actuación necesaria. 
 
- Intentar, en definitiva, que más gente se anime a dar aviso sobre todo tipo de incidencias 
en las que las autoridades tengan que tomar parte. 
 
  




Cualquier persona que vaya por la calle y vea algún tipo de suceso que crea deba ser avisado a las 
autoridades policiales, podrá disponer de la aplicación para llevar el aviso a cabo. Por lo tanto, 
cualquier persona que disponga de acceso al portal donde dar de alta la incidencia, se verá 




Todo personal relacionado con la atención de incidencias que se puedan dar (cuerpos policiales, 
bomberos, ambulancias, etc.) se verá  afectado al registrarse una incidencia en el portal de la 
aplicación. Ya sea un viandante, o algún miembro policial directamente, al iniciarse este proceso, 





Tanto la plataforma Android utilizada para gestionar eventos en dispositivos móviles, como toda la 
batería de lenguajes y programas que se utilizarán para desarrollar esta aplicación se verán 
afectadas por la existencia de este producto, ya que se apoyarán en estas para que sea 











Productos de similar servicio, ya sea en cuanto a utilización de similares plataformas, o en cuanto 
al apoyo de la tecnología web para registrar datos sobre emergencias, se verán afectados por este 
servicio ya que pretende crear una aplicación más fácil de usar, de mayor difusión y fácil acceso. 
 
  
1.7 Riesgos   
 
Dar a conocer el portal donde la gente puede actuar puede ser una labor muy compleja al 
principio. Quizá subsanable con algún tipo de promoción adecuada por un medio u otro. La parte 
de Android de la aplicación quizá no fuera tan compleja de utilizar, pues sería de obligada 
utilización para los servicios de emergencia que se ofrecieran a utilizar la plataforma. 
 
Quizá no todo el mundo disponga de dispositivos adecuados para dotar de cierta “omnipresencia” 
al efecto de la aplicación. Además, el hecho de acotar a Android una parte del proyecto, implica la 
total confianza en que esta plataforma se impondrá en mayoría dentro de su mercado, pues de lo 
contrario, el efecto de la aplicación será mucho menor al esperado. 
 
La calidad de la conexión, si no va lo suficientemente rápido, puede desanimar al usuario a utilizar 
otras vías. Es responsabilidad nuestra crear una plataforma lo suficientemente “ligera” como para 




En principio, acotamos el uso de la aplicación en el caso de los servicios de emergencias a la 
plataforma de Android para dispositivos móviles. Descartando por tanto el resto de sistemas 
operativos. Más adelante podría estudiarse la portabilidad a otros sistemas operativos. 
 
Por otro lado, y mirando más hacia la parte web del proyecto, y debido sobre todo a la parte de las 
vistas y presentación de la web, es muy probable que su uso se vea abocado a exploradores web 
del tipo Firefox o Google Chrome dado que estos ofrecen mayor facilidad a la hora de “maquetar” 




En el caso de los servicios de emergencia, que los dispositivos móviles a utilizar tengan 
compatibilidad con sistemas Android. 
 
En el caso de los usuarios (incluidos servicios de emergencia),se asume el acceso a internet. 
 
También se da por hecho que todos los terminales que intervendrán en el proceso de utilización de 
la aplicación dispondrán de los requisitos mínimos y condiciones necesarias para que todo se lleve 
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2. Análisis previo  
 
En este capítulo, detallaremos como se dividió toda la carga de trabajo sobre el proyecto, así como 
el orden seguido y el tiempo que fue necesario emplear en todas y cada una de las fases del 
mismo. 
 
2.1 Características estructurales y funcionales 
 
Dada la naturaleza del problema, es de obligado planteamiento la división  del mismo en 
problemas más pequeños por tal de abordar con el mejor resultado posible la solución.   
Es por esto que la metodología que se antoja más adecuada es la del paradigma de la 
programación orientada a objetos.  Esta metodología nos permitirá simplificar el problema en los 
objetos que decidamos dividir para, después, establecer las propiedades que creamos necesarias a 
cada objeto, así como las relaciones a establecer entre los mismos, para, al final de todo, conseguir 
que se lleven a cabo las funcionalidades ideadas para satisfacer las necesidades del proyecto 
planteado. 
 
Algunas de las características más importantes de este paradigma, serían: 
 
- Abstracción: Es la característica que nos indica hasta qué nivel deberíamos dividir el 
problema, es decir, como de concretos seremos en el momento de dividir las funcionalidades 
necesarias en el proyecto. Es de vital importancia, pues es aquí donde decidiremos el nivel de 
“detalle” con el que abordaremos el problema, permitiéndonos distinguir objetos con propiedades 
concretas que, interactuando entre sí, nos permitir resolver el problema real planteado. 
 
- Encapsulamiento: El grado de encapsulamiento nos permite agrupar comportamientos 
comunes por tal de aislar de alguna manera un objeto de otro, evitando así, que un objeto 
intervenga directamente en el comportamiento de otro.  
 
- Modularidad: Nos indica la propiedad de separación del problema, permitiendo así tener 
entidades independientes y compilables por separado, aunque más adelante tengamos que 
establecer relaciones entre unos módulos y otros. 
 
- Polimorfismo: Se trata de la propiedad que nos permite establecer comportamientos 
distintos en objetos que posean un mismo nombre. Esto nos permitiría establecer distintas 
funcionalidades en objetos de mismo nombre. 
 
- Herencia: Finalmente, decir que las clases de las cuales instanciaremos los objetos, son 
entidades que pueden establecer relaciones de jerarquía con otros objetos “hijos”, pudiendo estos 
heredar propiedades de más de una clase incluso(herencia múltiple). Es, por tanto,  algo muy a 








El desarrollo elegido para este proyecto ha sido el conocido como “Iterativo e incremental”. Esto 
corresponde al hecho de, a partir de unos requisitos detectados para la resolución del problema, ir 
realizando todas  y cada una de las fases del proyecto, creando prototipos resultantes que irán 
siendo controlados debidamente por si fuera necesario realizar modificaciones del proyecto. Esto 
provoca que las funcionalidades del software se vayan enriqueciendo en función de la experiencia 
adquirida en cada una de las fases, obteniendo así un proceso más controlado y refinado, que no 
el de simplemente realizar el desarrollo del proyecto sin apenas consulta del cliente (en este caso 
del tutor). 
 
                                              
 




 2.3.1  Fases del proyecto 
 
Así pues, se divide el trabajo en los siguientes pasos, que a su vez, incluyen otros procesos. 
 
- Definición del proyecto: Es aquí donde decidimos el alcance del proyecto. ¿ Hasta 
dónde queremos llegar ?  Partimos de la idea general de que pretendemos crear un substi-
tutivo de la clásica llamada telefónica a las autoridades, acotar esa idea en el proyecto es lo 
que se llevó a cabo en esta fase. 
 
- Análisis y especificación: Aquí entran en juego todos los conceptos comentados en 
la sección 2.1. Necesitamos dividir la problemática que supone la idea de este proyecto a 
nivel de software de la manera que creamos convenientes, y es justo eso lo que decidimos 
aquí. 
 
- Diseño: Si bien en la fase anterior decidimos QUÉ vamos a hacer para llevar  a cabo 
el proyecto, en la fase de diseño decidimos CÓMO lo realizaremos. Es decir, entraremos en 
detalles sobre la implementación de la solución así como de todo tipo de lenguajes y  fra-
meworks  que nos puedan ser de utilidad para llevar a cabo esta tarea. 
 
- Realización parte web: Para realizar la parte WEB, necesitamos instruirnos en pri-
mer lugar sobre todos los lenguajes y herramientas necesarios para llevar a cabo esta fa-
se(si es que no los conocíamos ya) En este caso concreto, fue necesario refrescar conoci-
mientos sobre HTML(actualizarlos, si cabe)  y aprendizaje sobre CSS, y el framework PHP de 
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nombre “CodeIgniter” que nos permitió estructurar todas las capas del desarrollo de la 
web. También utilizamos mySQL para la persistencia de datos, así como herramientas de 
desarrollo web local como XAMPP y editores como Sublime, todo esto para más adelante 
proceder al desarrollo de la misma. 
 
  
- Realización app móvil/API REST: Basándonos en que la web estaba estructurada en 
el framework  “ CodeIgniter”, pudimos reaprovechar para crear la API fácilmente a partir de 
este framework. Por otro lado, el aprendizaje de “Android”, también nos ocupará parte im-
portante en esta fase, para más adelante llevar a cabo el desarrollo de la app de este pro-
yecto. 
- Tests:  Una vez realizado el desarrollo, es necesario llevar a cabo tests sobre todo el 
software realizado por tal de hallar “bugs” o mejoras que , dado el usuario que llevará a ca-
bo la utilización de este programario, será necesario depurar por tal de hacer que el soft-
ware sea lo más intuitivo, funcional y sencillo posible. 
 
- Documentación: Por último, el reflejo de toda la experiencia adquirida en el proyec-
to debe quedar plasmada correctamente en la memoria, por tal explicar qué se hizo, por-
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3. Análisis de requisitos 
 
Debemos saber entender QUE es exactamente lo que necesita el problema que nos plantea este 
proyecto. Comprender las necesidades y las funciones que se necesitarán para solventarlo, por tal 
de optar por una solución u otra.  
 
Distinguimos pues, 2 tipos de requisitos: 
 
- Requisito funcional: Cuando hace referencia a una habilidad o funcionalidad concreta de la 
cual se debe dotar al software para que cumpla las condiciones planteadas por el cliente. 
  
- Requisito no funcional: Si hace referencia a algún atributo o calidad del software que 




3.1 Requisitos funcionales 
 
Producto de todo el análisis de requisitos, llegamos a la conclusión de que será necesaria la 
creación de un portal web donde se puedan llevar a cabo LA TOTALIDAD de las funcionalidades 
diseñadas para este proyecto, siendo estas funcionalidades limitadas en función del tipo de 
usuario(lo cual quedará detallado en el modelo  de casos de uso). 
 
Por otra parte, y para dotar de mayor inmediatez y agilidad a la información a tratar en  este 
proyecto, también será necesaria la creación de una app móvil que cubrirá las funcionalidades que 
necesiten mayor urgencia (evitaríamos en este caso entonces, funcionalidades de consultas de 
datos históricos y modificaciones no críticas) que, también, tendría sus funcionalidades limitadas al 
tipo de usuario. 
 
3.1.1  Portal Web 
 
El total de funcionalidades a llevar a cabo por el portal web (sin entrar en detalles sobre las 
limitaciones por tipo de usuario) serian: 
 
- Registro Usuario: Permite a un usuario ser registrado el sistema. 
  
- Gestión Usuario: Donde, básicamente entraríamos en detalles sobre la consulta de datos 
del usuario, la posibilidad de modificar estos datos, o incluso poder darse de baja en el sistema. 
 
- Gestión incidentes: Es aquí donde se permiten hacer denuncias, así como  consulta de 
histórico de denuncias realizadas. 
 
- Gestión equipo: Todo lo relacionado con un equipo de emergencia encargado de actuar en 
caso de denuncia de alguna incidencia queda reflejado en esta área. Datos, posibilidad de 
modificar estos datos, consulta de miembros de un equipo, y alta de nuevos subordinados. 
- 16 - 
 
 
- Gestión tareas: Aquí es donde entramos en el sistema de tareas encargado de organizar las 
unidades que sean necesarios en pos de la resolución de la incidencia. Además, se crea también un 
simple sistema de mensajes donde se pueden dar interconexiones entre equipos de emergencia. 
 
- Misión: Es aquí donde  podemos consultar los datos sobre alguna tarea encomendada al 
respecto de alguna denuncia realizada. 
 
- Gestión lugares:  Se trata de un lugar donde consultar información sobre las distintas 
localidades en las que puede ser necesaria intervención y modificar e incluir nueva información al 
respecto. 
 
- Gestión recursos: Aquí podemos consultar los recursos disponibles para cada equipo, por si 
fuera necesario listarlos y tener un inventario. 
 
- Login/Logout: Permitiendo el acceso/desconexión al sistema. 
 
 
3.1.2  App Móvil 
 
Como ya hemos comentado anteriormente, en la app móvil tratamos menos funcionalidades 
respecto a la web, quedando reducidas a: 
 
-  Datos usuario: Consulta de los datos del usuario dado de alta. 
 
- Alta incidentes: Permite dar de alta denuncias. 
 
- Datos equipo: Consulta de los datos del equipo, así como  de sus miembros. 
 
- Misión: Revisión de los datos de la tarea asignada al respecto de un incidente. 
 
- Gestión de tareas: Revisión de incidentes, asignación de tareas al respecto y correo de 
peticiones de otros equipos. 
 
- Consulta lugares: Se da la opción de consultar información sobre lugares donde se haya 
solicitado intervención. 
 




3.2 Requisitos no funcionales 
 
De entre todos los requisitos no funcionales reconocidos en relación al software, debemos ser 
capaces de diferenciar sobre cual queremos priorizar dependiendo del fin del software. Sería una 
estupidez querer abarcarlos todos, pues hay requisitos no funcionales que al ser priorizados van en 
contra de otros requisitos.  
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Dadas las características del software de este proyecto, decidimos decantarnos por priorizar lo 
siguiente: 
 
- Disponibilidad: Dado que este software debe estar PERMANENTEMENTE recogiendo datos, 
es importante que esté en funcionamiento constantemente. 
 
- Usabilidad: La sencillez de uso, fácil asimilación de las habilidades necesarias para utilizar 
con éxito el software. En este caso, y sobre de todo de cara al usuario normal ,  es muy necesario. 
 
- Estabilidad: Tratándose de un software que ha de estar recogiendo datos sobre denuncias, 
y permitir su posterior tratamiento, no podemos permitir que quede neutralizado o mal afectado 
con facilidad. 
 
- Accesibilidad: Para una mayor difusión y obtención de la información, es importante que el 
programa esté a fácil alcance de los usuarios. 
 
 
- Seguridad: Es de recibo que los distintos niveles de privilegio que crearemos para esta 
aplicación, así como la información a tratar requieren algún tipo de seguridad, que en nuestro caso 
estará representada en forma de verificación de inicio de sesión mediante ID y  password. 
 
- Escalabilidad:  Esta aplicación puede ser usada por un gran número de personas a la vez, 
teniendo en cuenta el hecho de que actuaría en muchas ciudades al mismo, podríamos estar 
hablando de cientos de operaciones a la vez en el servidor de la aplicación, por lo que, intentar 





















En este apartado es donde describiremos más detalladamente el comportamiento del sistema.  De 
cara a esta tarea,  utilizaremos UML (unified modeling language), que nos permitirá en base a los 
modelos que utiliza, describir de forma estricta y completa QUE hará el sistema. 
 
4.1  Modelo de casos de uso 
 
En el apartado de requisitos funcionales (3.1) describimos todas las funcionalidades que debe lle-
var a cabo el sistema para que sea capaz de solventar el problema planteado en este proyecto. 
 
Así pues, aquí detallaremos estas funcionalidades especificando tanto los casos (secuencias  de 
eventos entre actores externos y el sistema) como los actores (agentes externos). 
 
También será necesario especificar qué casos de uso llevará a cabo la app móvil, dado  que serán 
un subconjunto de los que realizará la web.  La decisión sobre qué casos de uso contemplaremos 
para web y móvil debemos tomarla en esta fase del proyecto, por lo que indicaremos en el dia-
grama de casos de uso los casos que contemplaremos para la app marcándolos de color AZUL. 
 
Tenemos pues, 3 tipos de actores: 
 
- Usuario: Cualquier persona ajena a cuerpos de emergencia.  
 
- Jefe de Equipo: El encargado de coordinador un equipo de emergencia, así como las tareas 
derivadas de una denuncia. 
 
- Subordinado: Unidad perteneciente a un equipo de emergencia que recibirá ordenes de su 
jefe de equipo por tal de recibir información sobre incidencias y las tareas para actuar sobre las 
mismas. 
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Figura 2: Jerarquía de los actores  
 
 
 4.1.1  Casos de uso para el actor Usuario 
 
Los casos de uso relativos al actor Usuario simplemente recogen datos identificativos del usuario 
que se da de alta, los accesos al sistema, y la función de realizar denuncias y consultar las 
denuncias realizadas por ellos mismos, conformando así, el siguiente esquema. 
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Figura 3: Casos de uso usuario  
 
 4.1.2  Casos de uso para el actor Subordinado 
 
Los subordinados, además de todas las funcionalidades disponibles del actor Usuario (salvo 
dar de baja del sistema y registrarse, que es competencia del jefe de equipo), tienen otra serie de 
privilegios como la consulta de datos del propio equipo, tratamiento de incidencias, recepción de 
misiones y  la gestión de los recursos del equipo, así como de los lugares de consulta. 
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4.1.3  Casos de uso para el actor Jefe de Equipo 
 
Por último, el jefe de equipo se diferenciaría a nivel de casos de uso respecto al subordinando, en 
que el jefe no recibe misiones, ni gestiona los recursos. Sin embargo si que tiene el privilegio de 
recibir todo tipo de avisos, ya sean denuncias o peticiones de otros equipos para recibir ayuda. 
También tiene la capacidad de alterar el estado de los incidentes denunciados por tal de denotar 
su estado, así como la vital tarea de gestionar las tareas que sean necesarias para resolver una 
incidencia. Quedando conformado su mapa de casos de uso, tal y como en la siguiente figura. 








4.2  Especificación modelo de casos de uso 
 
En esta sección, detallaremos la interactuación que se produce entre los actores y el sistema en 
todos los casos de uso que comentamos anteriormente. Para ello, básicamente procederemos a la 
descripción del caso y los diálogos que se producen, ya sean en el flujo principal, como en las 
excepciones que se puedan dar en el caso concreto. 
 
 






Los servicios de emergencia deberán registrar datos, ya sean personales o de la unidad de acción 
en si. Por tal de ofrecer información al respecto que sea actualizable. A la par que se deberán 
registrar username y password para posteriores “logueos”. 
 
Flujo normal de eventos: 
 
1.El sistema solicita los datos correspondientes al usuario(username, password, nombre, 
localización…). 
2.El usuario introduce los datos adecuados. 




 Datos ya existentes: 
 
 1. En el punto 3 del flujo principal, el sistema detecta que hay alguna    
            incompatibilidad(user repetido por ejemplo). 
 2. El sistema refiere las áreas rellenadas de forma incorrecta. 
 3.El usuario debe introducir los datos correctos para que se pueda proceder al      
            registro. 








Los servicios de emergencia deberán registrar datos, ya sean personales o de la unidad de acción 
en sí. Por tal de ofrecer información al respecto que sea actualizable. A la par que se deberán 
registrar username y password para posteriores logueos. 
 
Flujo normal de eventos: 
 
1. El sistema solicita la identificación de usuario: user/password. 
2. El usuario introduce las credenciales y solicita la validación. 















1. En el punto 3 del flujo principal, el sistema detecta que la información no coincide con la 
BBDD. 
2. El sistema informa al usuario que las credenciales son incorrectas. 






El usuario se desconecta del sistema. 
 
Flujo normal de eventos: 
 








El usuario solicita el muestreo de los datos con los que se dio de alta en el sistema.  
 
Flujo normal de eventos: 
 
 1. El usuario solicita el muestreo de datos. 
 2. El sistema le ofrece los datos solicitados. 
 
 




En este caso, se da la posibilidad al usuario, siempre que sea posible, de modificar datos con los 
que se dio de alta en el sistema 
 
Flujo normal de eventos: 
  
 1. El sistema muestra al usuario todos los campos modificables de sus datos de registro. 
 2. El usuario modifica los campos que necesite modificar. 











El usuario puede darse de baja en cualquier momento del sistema de alertas SysAlert. Para ello 
solo tendrá que dar uso a este caso. 
 
 
Flujo normal de eventos: 
  
 1. El usuario introduce su password. 
 2. El sistema valida si se trata del password correcto o no. 







1. En el punto 3 del flujo principal, el sistema detecta que el password facilitado no 
coincide con el de la base de datos. 
2. El sistema informa del error. 








Cualquier usuario podrá dar de alta una incidencia, en la que deberá especificar el tipo de 
incidencia, la urgencia y demás datos de utilidad para la atención de estas denuncias. 
 
Flujo normal de los eventos: 
 
1. El sistema muestra todos los datos relevantes sobre la denuncia a realizar. 
2. El usuario indica los datos referentes a la incidencia. 
3. El usuario valida los datos. 
4. El sistema registra la incidencia. 
 
 




Dependiendo del tipo de usuario (dividiendo en este caso usuarios normales respecto jefes de 
quipo y subordinados) podemos hacer consulta de incidencias dadas de alta siendo la variación 
entre los 2 grupos la que detallamos en el flujo normal. 
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Flujo normal de los eventos para usuario: 
  





Flujo normal de los eventos para subordinado/jefe equipo: 
 
1. El sistema muestra criterios ajustables al grupo de incidencias que el usuario desea 
consultar. 
2. El usuario indica los parámetros deseados. 









Un subordinado o el jefe de equipo pueden consultar los datos del equipo al que pertenecen. 
 
Flujo normal de los eventos: 
 
1. El sistema muestra todos los datos del equipo de emergencia al cual pertenece la 






El subordinado tiene la posibilidad de consultar la incidencia que tiene asignada por tal de conocer 
su tarea concreta al respecto. 
 
Flujo normal de los eventos: 
 
1.  El sistema muestra datos identificativos sobre la denuncia asignada, así como detalles 









El subordinado puede consultar la información sobre el incidente referente a la denuncia que debe 
atender. 
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Flujo normal de los eventos: 
 









El subordinado puede conocer información sobre la persona que ha realizado la denuncia, lo cual 
podría servir incluso para contactar telefónicamente con la persona si fuera necesario. 
 
Flujo normal de los eventos: 
 










Se puede dar el caso de desconocer la zona donde se debe intervenir, por lo que unos cuantos 
datos sobre distintas zonas geográficas, serán consultables en este caso. 
 
Flujo normal de los eventos: 
 
1. El sistema muestra un listado con todos los lugares de los que dispone información. 
2. El usuario elige sobre qué zona desea obtener información. 








El sub0rdinado puede consultar la información sobre el incidente referente a la denuncia que debe 
atender. 
 
Flujo normal de los eventos: 
 
1. El sistema muestra todos los datos del incidente relativo a la incidencia asignada al 
agente. 








Un subordinado tiene poder para gestionar los recursos de su equipo que crea conveniente de cara 
a una intervención. En este caso, puede darlos de alta 
 
Flujo normal de los eventos: 
 
1. El sistema solicita los datos sobre el recurso a dar de alta. 
2. El usuario introduce los parámetros solicitados al respecto. 




Elemento ya activo: 
 
1. En el punto 3 del flujo principal el sistema advierte que el recurso que se intenta dar 
de alta ya existe para ese equipo. 
 2. El sistema informa del error. 








El subordinado puede agregar o quitar unidades de un recurso. 
 
Flujo normal de los eventos: 
 
1. El sistema muestra los recursos dados de alta para el equipo al que pertenece el 
subordinado activo. 
2. El usuario modifica las unidades del recurso en la medida que necesite. 
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Flujo normal de los eventos: 
 
1. El sistema muestra los recursos dados de alta para el equipo al que pertenece el 
subordinado activo. 
2. El usuario elige el recurso a modificar. 









El jefe de equipo tiene la posibilidad de modificar algunos datos del equipo al que pertenece. 
 
Flujo normal de los eventos: 
 
1. El sistema muestra los datos del equipo. 
2. El usuario modificará los datos que el sistema le permite cambiar (algunos no serán 
modificables por temas de seguridad) 
3. El sistema modificará los datos que el usuario haya decidido. 
 
 




El jefe de equipo puede consultar su plantilla de unidades a las órdenes del equipo que rige. 
 
Flujo normal de los eventos: 
 
1. El sistema muestra información relativa a todas las unidades pertenecientes al equipo 








El jefe de equipo puede modificar la plantilla de su equipo, añadiendo o quitando miembros. 
 
Flujo normal de los eventos: 
 
1. El sistema muestra la plantilla de usuarios al jefe de equipo. 
2. El jefe de equipo decide que subordinado/subordinados dará de baja. 
3. El sistema modificará la plantilla del equipo. 







1. El jefe de equipo introduce datos sobre un nuevo subordinado. 




1. El jefe de equipo selecciona el subordinado a dar de baja. 
2. El sistema elimina al usuario del equipo y del sistema. 
 
 




En este caso, se consultan las incidencias abiertas para la modificación de su estado, de cara a 
informar de la evolución de la denuncia. 
 
Flujo normal de los eventos: 
 
1. El sistema muestra al jefe de equipo todas las incidencias abiertas. 
2. El jefe de equipo modifica el estado de la incidencia/s que necesite. 






El jefe de equipo puede enviar y recibir peticiones de ayuda a otros equipos de emergencia en 
relación a denuncias dadas de alta. 
 
Flujo normal de los eventos para inbox: 
 
1. El sistema muestra al jefe de equipo todas las peticiones recibidas. 
2. El jefe de equipo decide si acepta  o no estas peticiones. 
3. El sistema modificará la respuesta para las peticiones que hayan sido contestadas. 
 
Flujo normal de los eventos para outbox: 
 
1. El sistema muestra al jefe de equipo todas las peticiones enviadas y su contestación si 














El jefe de equipo puede consultar todas las tareas que hayan sido ordenadas para una misma 
intervención, así como los responsables asignados. 
 
Flujo normal de los eventos: 
 
1. El sistema muestra al jefe de equipo todas las tareas asignadas hasta el momento para 
una intervención concreta, así como las personas encargadas de llevarlas a cabo. 
 




El jefe de equipo puede crear tareas para que sean asignadas de forma interna (su propio equipo) 
o externa (petición a otros equipos) por tal de resolver incidencias de la forma que crea adecuada. 
 
 
Flujo normal de los eventos para asignación interna: 
 
1. El sistema muestra al jefe de equipo todos los subordinados libres de su equipo. 
2. El jefe selecciona uno, y le asigna los datos de la tarea. 
3. El sistema valida la tarea y la envía al subordinado en cuestión. 
 
 
Flujo normal de los eventos para asignación externa: 
 
1. El sistema muestra al jefe de equipo los equipos de emergencia los que puede enviar 
una petición. 
2. El jefe selecciona uno, y escribe información sobre la petición. 




4.3  Modelo conceptual 
 
En esta sección, expondremos el mapa conceptual de datos, por tal de hacer una aproximación de 
cómo hemos dividido el problema que se nos plantea al principio del proyecto. Asimismo, 
definiremos los conceptos explicitados en el modelo conceptual por tal de que quede claro que 
significa cada elemento, y que relación guarda con los demás. 
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Figura 6: Modelo conceptual  
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Empezando por la clase más básica,  tenemos pues: 
 
User: Representa a un usuario normal, no perteneciente a ningún cuerpo de emergencia. Registra 
la identificación del usuario (DNI) así como su password. Además, también registra otros datos de 
interés como podrían ser nombre, el teléfono o su dirección postal. Esta clase establece una 
relación la clase Intervention de cara a facilitar la creación de denuncias por parte del usuario. 
 
Intervention: Esta clase representa la incidencia abierta(alerta) por cualquier tipo de usuario. En 
ella se contienen los datos identificativos del denunciante, el identificador de incidente y otros 
datos referentes al estado actual de la incidencia. Se trabajará sobre esta clase en el tratamiento 
de las denuncias. Es por ello que establece relaciones con el denunciante, el incidente denunciado,  
y los equipos de emergencia que lo tratarán. 
 
Incident: Esta clase representa la información de un incidente denunciado, es por eso que se 
recogen la gran mayoría de datos en ella ( Ciudad,dirección,tipo…). Establece relación con la clase 
Intervention debido a que muestra información sobre el incidente de la intervención a la cual está 
relacionada. Mención especial al atributo Level, que corresponde a los niveles de prioridad 
Low,Medium y High, dependiendo de la urgencia de la incidencia. Siendo Low una incidencia de 
nivel leve,Medium, una incidencia más grave pero que no requiera de urgencia, y High, una 
incidencia carácter urgente, y que requiere de atención inmediata para evitar males mayores. 
 
EmergencyTeam: Esta clase representa toda la información registrada sobre un equipo de 
emergencia (nombre, localización, número miembros…).  Está formada por los miembros 
representados en la clase EmergencyUnity. Además, posee unos recursos representados por la 
clase Resource. Como particularidad decir, que se ha incluido la posibilidad de que un equipo de 
emergencia puede tener influencia en más de una localización geográfica, tal y como indica el 
atributo multi-valor “City”.  
 
EmergencyUnit: Esta entidad corresponde a las unidades que pertenecen a un EmergencyTeam. Ya 
sean del tipo Boss o del tipo Subordinate( diferenciadas en la discriminación de la propia clase 
EmergencyUnit). Establecen relación con la clase Intervention  pues ambos tipos de 
EmergencyUnit actúan de una forma u otra sobre las incidencias denunciadas para su resolución. 
 
Boss: Representa a un jefe de equipo. Esta clase guarda relación con las intervenciones a nivel de 
que puede modificar el estado de las mismas, a la par que asignar tareas (representadas por la 
clase Task) para la resolución de éstas. Además, puede comunicarse con otros jefes de equipo en 
búsqueda de peticiones externas, representadas por la clase Request, o incluso recibir peticiones  
,que podrán ser aceptadas o rechazadas por el receptor en cuestión. 
 
Subordinate: En esta ocasión se trataría de representar a los subordinados de un equipo, que 
guardarán su papel específico en el equipo al que pertenecen en el atributo “Role”. Por otra parte, 
guardan relación con la clase Intervention, debido a que reciben información de esta clase para 
conocer sobre que incidencia deben actuar. Por último, también guardan relación con la clase 
PlaceInfo, pues disponen de acceso a información sobre lugares en los que podrían tener lugar 
intervenciones. 
 
Por otra parte, los “ enumerators “ que representarán atributos personalizados para nuestra causa, 
serían los siguientes: 
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I_type: Nos indica todos los tipos de incidente que damos la posibilidad de denunciar en este 
proyecto. Por ejemplo Robbery(Robo) o Mugging(Atraco). 
 
T_Etype: Seria el atributo utilizado para calificar que tipo de cuerpo de emergencia estamos 
tratando. Consideramos tipos como Firefighter(Bomberos) o Police(Policía). 
T_State: Utilizado para representar el estado de una intervención, obedece a un ciclo que quedará 
explicado en el modelo de estados de la sección siguiente (4.4). 
 
Esto sería lo esencial sobre el modelo conceptual para comprender el porqué de la distribución 
decidida. Cabe decir además, que entran en juego algunas restricciones para acabar de aclarar el 
modelo. 
 




2. El momento en que se registra el incidente (REq_dat) no puede ser igual o posterior al 
momento en que se ejecutan las acciones de la intervención 
 
3. El Login será el DNI de la persona. 
 
4. Los usuarios de tipo Boss y Subordinate también tienen la capacidad de crear 
instancias de la clase Intervention 
 
5. En la clase Task, el momento taskc nunca será posterior o igual al momento taskf. 
 




4.4  Modelo de estados 
 
Tal y como mostramos en el modelo conceptual, hay una clase en él (la clase Intervention) cuyo 
atributo State está pensado para informar sobre  el transcurso de la denuncia. La modificación de 
este atributo se produce a la par que este transcurso, por lo tanto, será necesario explicitar cada 
uno de los estados, y los eventos que los modifican; para comprender mejor el comportamiento 
del sistema propuesto.  
 
Nuestro modelo de estados nace de la acción de una denuncia (Intervention), constando ésta en el 
estado de “Receiving” hasta llegar a ser vista por cualquier jefe de equipo donde, automáticamen-
te pasará al estado de “Validating”.  En este estado, corresponde al jefe de equipo valorar la infor-
mación aportada por el denunciante, por tal de dar crédito o no a la denuncia. En este sentido, el 
jefe de equipo tiene la potestad de NO ATENDER la denuncia rechazándola, pasando esta entonces  
a estado de “Rejected”. Si por el contrario, el jefe de equipo considera la denuncia, esta pasará al 
estado de “Requesting Help”. En este estado, es cuando el jefe de equipo ordena las tareas necesa-
rias (ya sean internas o externas) al resto de unidades, por tal de ordenar la resolución de esta de-
nuncia. Una vez concluido este proceso, se puede proceder a avanzar al estado de “Performing”, 
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que representaría el lapso de tiempo en el que la incidencia es físicamente atendida. Por último, y 
una vez resuelta la incidencia, podemos pasar a cerrarla dejándola pues, en el último estado, “Clo-
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Entendemos como arquitectura del software el conjunto de patrones y directrices que organizarán 
el diseño del proyecto. La arquitectura que decidamos, será el eje sobre el cual se moverá todo el 
diseño del proyecto, y, en consecuencia, también toda la implementación. Es, por tanto, la decisión 
de diseño de más alto nivel que deberemos tomar. 
 
En el caso del software, no suele ser habitual la necesidad de inventar nuevas arquitecturas, sino 
que más bien se trata de adaptar arquitecturas ya existentes al modelo de nuestro proyecto. En 
nuestro caso, la arquitectura de 3 capas se antoja como la más adecuada, pues nos permitirá 
distinguir perfectamente entre los distintos niveles de uso del diseño. Este modelo concretamente 
usará “MVC” (Modelo VISTA-CONTROLADOR). 
 
 
Más ampliamente, tendríamos: 
Capa de presentación: Básicamente lo que el usuario ve. Lo que utiliza el usuario directamente 
para interactuar con el sistema. Dados el amplio rango de usuarios que pueden llegar a utilizar 
nuestra aplicación,  debemos tener en cuenta que debe funcionar de forma sencilla. 
 
Capa de dominio(o  negocio): La capa de dominio es el cerebro de la aplicación. Es donde se 
producen todos los cálculos necesarios para llevar a cabo con éxito las operaciones demandadas 
por los usuarios en la capa de presentación. Envía las respuestas a  la capa de presentación, y 
solicita los datos necesarios en la capa de datos. 
 
Capa de datos: La capa responsable de la persistencia de los datos, del intermediario directo con la 
base de datos, de atender las peticiones de la capa de dominio… 
 
 
Para el caso del portal web de este proyecto, la arquitectura de software realizada quedaría ya 
perfectamente definida con estos 3 conceptos. Para el caso de la app móvil,  la idea sería la misma, 
pero obviamente estaríamos hablando de otras vistas, al tratarse de otra plataforma; y también 
necesitaremos un intermediario (API) que conecte con la capa de datos para llevar a cabo las 
peticiones realizadas desde la app móvil. 
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Figura 8: Arquitectura 3 capas http://www.jtentor.com.ar/post/Arquitectura-de-N-Capas-y-N-
Niveles.aspx 
 
Una vez explicitado en la fase de especificación lo QUE vamos a hacer, es momento de clarificar 
COMO lo llevaremos a cabo. En el apartado anterior hablábamos de arquitecturas del  software, 
que será la herramienta en la que nos apoyaremos por tal de crear el diseño de este proyecto. Es 
precisamente por haber elegido una arquitectura de 3 capas que iremos describiendo el diseño de 
todas ellas por separado. 
 
Cabe indicar que durante todo el desarrollo del diseño, deberemos aplicar toda una serie de 
mecanismos y patrones que irán modificando el proyecto tal y como lo conocimos en la fase de 
especificación pues, es en esta fase de diseño donde debemos plasmar las exigencias de los 
requisitos no funcionales, y eso implica moldear la idea creada a partir de la especificación para 
llegar a esos objetivos fijados al principio del proyecto, por lo que no será extraño ver cambios al 
respecto. 
 
5.2  Capa de presentación 
 
Para representar las decisiones que tomaremos al respecto de la capa de presentación,  nos 
serviremos de los casos de uso especificados, y captaremos los más significativos (para no realizar 
representaciones repetitivas de las vistas que crearemos) y explicitaremos la vista tipo que 
utilizaremos en cada caso para ofrecer una idea clara de cómo se llevará a cabo cada interfaz. 
También será necesario explicar por separado las interfaces de portal web y app móvil, dado que 
se trata de dispositivos de funcionamiento y posibilidades distintas.  
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El diseño de las vistas está pensado para que el manejo sea sencillo y funcional, y a la vez ágil. Sin 
embargo, hemos creído necesario el hecho de utilizar mensajes emergentes de confirmación para 
algunas funcionalidades críticas por tal de dar mayor validez a la información generada. Por otra 
parte, las listas desplegables, al estar predefinidas por el sistema, también suman para que la 
información sea más fiable. 
 
Por último, decir que los esquemas que mostraremos son representaciones, no corresponden al 




5.2.1  Caso “Registro” 
 
El registro es una acción que solo pueden llevar a cabo usuarios normales (no pertenecientes a 
cuerpos de emergencia) y desde el portal web. La creación de usuarios de equipos de emergencia 
queda a cargo de los jefes de equipos de emergencia , en el caso de nuevos Subordinados;  y la de 
jefes de equipo y equipos de emergencia queda a cargo de los administradores del sistema. La 
vista quedaría de la siguiente forma.  
 
Figura 9: Interfaz web registro nuevo usuario  
 
La zona gris oscura marcada con una A, es referencia a un área de la pantalla que estará presente 
en TODAS LAS VISTAS del portal web y que no cumple más que un propósito de presentación de la 
web. Más concretamente para el caso de uso de registro, básicamente tenemos un formulario con 
los campos necesarios para el alta de un usuario que deberán ser debidamente cumplimentados 
en las áreas de texto colindantes. El botón de confirmación (“Accept”) servirá para dar validez a 
estos datos, emitiendo un mensaje emergente de confirmación. El botón de  reseteo (“Clean”), 
solo servirá  para limpiar todas las áreas rellenadas en caso de equivocación.  En caso de darse la 
excepción de que el usuario a darse de alta ya exista en la base de datos, se generará un mensaje 
de error dando aviso de esta circunstancia.  
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5.2.2  Caso “Login” 
 
La vista para el caso “ Login” sería en realidad la primera vista que podríamos contemplar al entra 
en la web de nuestra aplicación. Es simplemente un caso que afecta a los usuarios normales, ya 
que los equipos vienen creados de forma predefinida con su jefe de equipo, y los subordinados 
vienen dados de alta a voluntad del jefe de equipo dentro de su dominio  de la aplicación. 
 
 
Figura 10: Interfaz web login     
Como podemos ver, se trata básicamente de un campo a rellenar con los datos de identificación, 
así como botones de validación de “Login” o de alta de nuevo usuario enc aso de ser necesario(“ 
New User”). Además, incluiremos un hipervínculo en el texto “About Sysalert?” que sirva de 
orientación para explicitar de que trata nuestro portal. 
 
Además, esta vista estará configurada para “disparar” excepciones en la autenticación de usuario 
del tipo “Usuario no existente” o “Contraseña Incorrecta” mostrándolo mediante mensajes en 
pantalla. 
 
   5.2.3  Menús y submenús 
 
En este punto, pretendemos mostrar los mecanismos de navegación que diseñamos  para 
seleccionar las distintas opciones que ofreceremos a los usuarios. No entraremos en detalles sobre 
que botones de más y de menos tendrán los usuarios en función de su tipo, sino que simplemente 
presentaremos el diseño para dar una idea de cómo el usuario se moverá por las distintas 
funcionalidades de las que dispondrá. Más adelante, detallaremos un mapa de navegabilidad 
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Figura 11: Interfaz web menú  
 
Como podemos observar en la imagen, tenemos casillas de varias colores que no sirven más que 
para delimitar el tipo de menú sobre el que diseñaremos la interfaz de la aplicación. Las casillas 
azules están numeradas de 1 a N pues habrá más o menos en función del tipo de usuario de la 
aplicación. Las casillas lilas responden a la misma numeración en este esquema, con la diferencia 
de que su número varía dependiendo de la opción que esté señalada en el menú de casillas azules.  
 
 
     5.2.4  Casos de uso “datos tarea”,” denunciante” ,” incidente” y” usuario” 
 
Agrupamos todos estos casos de uso en este punto, pues se trata de tipos de vistas muy similares.  
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Figura 12: Interfaz web datos  
 
Los botones de menú en tono más claro, representan la opción activa en ese momento. En este 
caso Manage User -> User Data. El rectángulo verde representa el contenedor donde se mostrarán 
todos los datos dependiendo del caso. Por ejemplo,  en el caso “Datos Usuario” los campos title 
corresponderán a los nombres de los atributos del usuario (Nombre, DNI…) mientras que los 
campos “Data” corresponderán a los atributos en si(John,53087302Y). 
 
5.2.5  Casos de uso “modificar datos”,” modificar datos equipo”,”modificar 
recurso” 
 
En este esquema veremos representados los casos de uso que nos sirven para cambiar los datos o 
bien del propio usuario, o bien del equipo de emergencia, ya que son vistas muy parecidas. En el 
caso de la modificación del recurso, se mostrarán los recursos del equipo de emergencia en 
cuestión en una lista deslizante, y un campo donde introducir la medida en que debe 
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Figura 13: Interfaz web modificación  
 
Para este caso, se nos muestran los títulos de los atributos y campos donde se deberían introducir 
los datos a modificar en caso de ser necesario. Para confirmar estos cambios, será necesario 
utilizar el botón “Modify” que dará persistencia a los mismos en caso de aceptar el mensaje de 
confirmación que aparecerá de forma emergente. 
 
 
5.2.6  Caso de uso “Baja sistema” y “Baja recurso” 
 
Básicamente introduciendo la contraseña de usuario en el campo que se muestra en la vista, y 
confirmando posteriormente, el usuario solicitará la  baja del sistema. Solo en caso de introducir 
una contraseña distinta a la que tiene ese usuario, veremos un mensaje de error informando de 
esa situación. En el caso de las bajas por recurso, simplemente se solicitará el recurso a borrar del 
sistema, mostrándolo en una lista desplegable. Seria pues la única diferencia a nivel de vistas entre 
un caso y otro. 
- 43 - 
 
 





5.2.7  Caso de uso baja usuario “Alta incidencia” 
 
La vista para dar de alta las incidencias es igual para todos los usuarios, y está pensada para 
facilitar los datos de la forma más rápida posible, de tal forma que quede la mayor cantidad 
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Figura 15: Interfaz web alta incidencia  
 
La idea es la de facilitar 2 listas desplegables (ComboBox) con los tipos de incidente acordados en 
la especificación, así como otra lista con las ciudades donde está activo este servicio. Lo demás son 
campos de texto donde introducir los datos extra de la incidencia, que serán confirmados 
mediante el botón de “Create” (que disparará un mensaje emergente de confirmación). El botón 
“Clear” reiniciará el formulario. 
 
 
5.2.8  Caso de uso “Consulta incidencias” 
 
El caso de uso de consultar incidencias tiene aspecto similar para todos los tipos de usuario, pero 
no el mismo alcance. En el caso de los usuarios normales, las incidencias que se muestran son las 
incidencias que el propio usuario ha denunciado. En el resto de tipos de usuario, se dispondrá de 
unos parámetros de búsqueda, tal y como veremos en el esquema siguiente. 
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Figura 16: Interfaz web consulta incidencia 
 
En función de las opciones elegidas en las 3 listas desplegables, confirmadas tras pulsar el botón 
“Find it!”, quedarán mostradas en la tabla, las incidencias que  se correspondan con los parámetros 
indicados.  
 
5.2.9  Caso de uso “Consulta Lugares” 
 
En este caso, no observaremos ningún tipo de submenú en la lista, dado que la única opción 
relativa a localidades dadas de alta en el sistema, será la de consulta.  
 
 
Figura 17: Interfaz web lugares  
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Básicamente, contaremos con una lista desplegable en la que seleccionaremos la localidad de la 




 5.2.10  Caso de uso “Alta recurso”, “Alta Miembro” 
 
Es cierto que ambos casos de uso sirven para cosas distintas, pero la vista es similar, ya que se trata 
de alta de elementos. En el primer caso de un recurso para un equipo de emergencia, mientras 
que en el segundo se trata de un nuevo miembro para un equipo de emergencia. A nivel de 
presentación los formularios son similares, con la diferencia de la información que solicitará. En el 
esquema veremos el formulario tipo para un nuevo miembro. 
 
Figura 18: Interfaz web alta miembro 
 
Al introducir los datos en los campos indicados, indicaremos al sistema los atributos de la nueva 
unidad a crear. En el caso de  las altas por recurso, se trataría del nombre y del número de 
unidades de ese elemento. La confirmación se llevará a cabo con el botón de “Create”, tras aceptar 
la ventana emergente de confirmación. En caso de existir ya, dicha persona o recurso, se indicará 
mediante un error en pantalla. 
 
5.2.11  Caso de uso “Consulta miembros” y “Baja miembro” 
 
En este caso, no se trata de casos de uso con funcionalidad parecida, pero sí que serán 2 
funcionalidades que trataremos en la misma vista, por lo que veremos su representación en el 
mismo esquema. 
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Figura 19: Interfaz web miembros  
 
Como podemos ver, la idea sería la de mostrar toda la información sobre los miembros del equipo 
que gestiona el jefe de equipo en cuestión en una tabla, lo cual usaríamos para satisfacer el caso 
de uso “Consulta Miembros”. Por otra parte, el botón “Fire?” que vemos al final de cada fila de la 
tabla serviría para dar de baja al usuario de esa fila. Al pulsarlo, una ventana emergente nos pedirá 
confirmación sobre si dar de baja o no a este usuario del equipo (y del sistema).   
 
5.2.12  Caso de uso “Modificar estado de la intervención” 
 
En este caso, se trata de mostrar y controlar el estado de los incidentes de la zona que regenta el 
jefe de equipo correspondiente, por lo que para modificar estos estados, también será necesario 
que sean mostrados.  Probablemente se trata de la vista más compleja de la web, dado que 
incluirá muchos elementos informativos y otros para enlazar con otras funcionalidades (aparte del 
menú, obviamente). 
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Figura 20: Interfaz web tareas  
 
En este caso, podemos ver como mostramos una tabla correspondiente a los incidentes abiertos 
(ni cerrados, ni rechazados) en el territorio correspondiente. La lista desplegable disparará un 
cambio en el estado de la incidencia mostrada al quedar seleccionada en el listado, mientras que el 
botón de “manage resources” nos conduciría a la vista de tareas abiertas para la misión 
correspondiente en la fila en la que se halle el botón pulsado. Además, si pasamos el ratón por 
encima de cualquier casilla de la columna “ID” o de la columna “IdRequester” podremos ver 
información al respecto, la cual desaparecerá al salir de esa casilla. 
 
 
5.2.13 Caso de uso “Consulta Tareas” 
 
Tal y como comentábamos en el punto anterior, al pulsar el botón “Manage Resources” 
entraremos en esta vista, donde podremos ver todas las tareas para la misión correspondiente, por 
tal de tener una vista global de todo lo que se está moviendo en favor de solucionar la incidencia. 
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Figura 21: Interfaz web crea tareas  
 
Como podremos ver en el esquema, se representan las tareas ordenadas hasta el momento para 
esa misión y toda la información al respecto sobre quien es el responsable, y sobre que trata la 
misión, además de ver el tiempo en que fue ordenada y el de finalización(en caso de estar 
finalizada). Además se incluyen botones para acceder a los recursos(a nivel de unidades miembros 
del equipo) tanto internos (“Internal”) como externos (“External”). También se habilitará un botón 
“Incidents” para volver al listado anterior de incidentes abiertos en la localidad regentada. 
 
5.2.14 Caso de uso “Asignación de Tareas (in/ext)” 
 
Para este caso, necesitaremos 2 vistas distintas, pues no es lo mismo asignar una tarea a un 
miembro del equipo en el que se manda, que no el hecho de solicitar ayuda a otro equipo de 
emergencia por tal de que estime si es necesaria la utilización de sus recursos. 
 
Figura 22: Interfaz web nueva tarea  
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En este caso, podemos ver como tenemos en primer lugar una lista desplegable donde 
dispondremos de todos los subordinados que estén libres dentro del equipo en cuestión. Al pulsar 
el botón de “New Task”, se creará un formulario de nueva tarea para el miembro seleccionado, que 
al ser rellenado y confirmado tras pulsar el botón “Create”, propiciará la creación de una nueva 
tarea para la misión seleccionada en la vista anterior.  El resto de botones sirven para resetear el 
formulario(“Clean”)  y para volver a la vista de tareas(“Tasks”). 
 
En el caso de la vista para peticiones externas, la única diferencia que encontramos es que en vez 
de una lista desplegable con los miembros de un equipo, encontramos una tabla con todos los 
equipos a los que podemos pedir ayuda, al pulsar el botón de “Request Help”, nos encontraremos 




5.2.15 Caso de uso “Inbox/Outbox” 
 
También se trata de 2 vistas diferentes aunque muy parecidas a nivel de presentación así como de 




Figura 23: Interfaz web inbox  
 
En la vista de INBOX se nos muestran todas las peticiones de otros equipos al respecto de alguna 
incidencia (mostrada en la columna IdIncident) además de mostrar el remitente, cuando y demás 
información al respecto. Si la incidencia no ha sido considerada, aparecerán 2 botones para decidir 
al respecto. Al contestar sobre la petición, se muestra la resolución en la columna de “Resolution” 
y desaparecerán los botones de “YES” y “NO”.  
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En el caso de outbox, tratándose de las peticiones que nosotros enviamos a otros equipos, se 
mostrará la misma tabla que el caso de “Inbox”,  solo que, lógicamente, nunca aparecerán los 
botones de “Yes-No”.  
 
5.3  Capa de dominio 
 
La capa de dominio será el cerebro pensante del proyecto, la capa encargada de los cálculos y la 
tramitación de peticiones entre la capa de presentación, y la obtención de datos desde la capa de 
datos. Precisamente para explicar esto, será necesario dividir paso a paso el proceso de diseño de 
esta capa, por tal de que el mismo se adapte a nuestras necesidades. Es por eso que deberemos 
tomar en primer lugar, la primera gran decisión sobre ello, lo que implicaría elegir entre una capa 
de dominio que siga un diseño “Transaction Script” o “Domain Model”. 
  
 Dados los casos de uso que se dan en este proyecto,  y la manipulación de los datos en el mismo, 
estimamos que la complejidad lógica de este proyecto no es elevada. Esto es debido a que la gran 
mayoría de operaciones que se dan son consultas simples de datos, inserciones o modificaciones, 
no teniéndose que dar, pues, manipulaciones complejas de los  datos en tiempo de ejecución. 
 
Es por esto, que la decisión más importante que tomamos al respecto del diseño de la capa de 
dominio es la de utilizar el patrón “Transaction Script”.  Esta decisión es vital en el desarrollo del 
proyecto, y esto es, porqué las consecuencias de utilizar este patrón afectan a todos los niveles del 
diseño. Si la lógica del proyecto exigiera algún tipo de operación más compleja de interactuación 
como pudiera ser el caso de manipulación de gráficos, o manipulación de objetos más complejos 
que el conjunto de los datos que manejaremos durante el proyecto, valdría la pena sacarle todo el 
partido a la orientación de objetos con la creación de un “Domain Model”, pero no resulta ser este 
nuestro caso, lo haremos bastante más sencillo. 
 
“Transaction Script” es un patrón que  provoca un predominio del uso de la base de datos durante 
la ejecución del diseño, y esto es porque provoca una interacción con los registros de datos, 
dejando para la capa de dominio(o negocio) los cálculos con los propios datos  y  la intermediación 
con la capa de presentación que solicitará estos cálculos.  En definitiva, el proceso para la capa de 
dominio bajo este patrón será, el de recepción de eventos de la capa de presentación, seguido de 
la validación y cálculo de las peticiones en capa de dominio, la comunicación con base de datos, y 
el envío de los resultados a la capa de presentación.  
 
Por tanto, y por tal de dividir y organizar el total de casos que se pueden dar en las funcionalidades 
del proyecto, ( y de paso aprovechar las características del software “Code Igniter” del que 
hablaremos posteriormente)decidimos dividir la capa de dominio en varios controladores con 
funcionalidades que reunirán un factor común concreto, y que ayudarán a la comprensión del 
funcionamiento del diseño de la lógica. Tendremos entonces los 5 siguientes controladores: 
 
- Manplaces: Este controlador es el que se encarga de todo lo relacionado con los lugares 
geográficos en los que se puedan ver envueltos las incidencias dadas de alta en el sistema. 
  
-Manuser: En este caso, se hace referencia a todas las funcionalidades a las que tendrán acceso 
todos los usuarios del sistema que no pertenezcan a un equipo de emergencia. 
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-Manteam: Este será  el controlador que utilizarán todas las unidades (sean jefes o subordinados) 
para gestionar todo lo relacionado con la unidad en sí, con el equipo al que pertenecen, y con toda 
gestión que tengan que realizar de cara a la resolución de incidencias (excepto tareas). Además, 
también podremos ver implementada alguna funcionalidad de carácter general(Login) 
aprovechando que sin duda se trata del controlador más importante de la capa de dominio. 
 
Maninc: Aquí se tratará toda la mecánica de creación, modificación y consulta de incidencias dadas 
de alta, así como de las tareas que se puedan crear para su resolución. 
  
-Manres: Los recursos a los que tiene acceso un equipo de emergencia serán tratados desde este 
controlador. 
 





Figura 24: Controladores lógica web  
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Mención aparte tendría el controlador que se diseñará para interactuar con la app móvil (API) que 
explicaremos junto al resto de funcionamiento de la app móvil. 
 
 
5.4  Capa de datos 
 
Dado que el patrón principal seguido en la capa de dominio ha sido “Transaction Script”, es 
especialmente importante la decisión de diseño que tomemos sobre la estructura de la base de 
datos. Para ello no nos será necesario normalizar el diagrama de  clases dado en la parte de 
especificación, pues no utilizamos “Domain Model”. Pero primero de todo antes de partir de 
nuestro diagrama de clases, es necesario decidir que paradigma de base de datos se utilizará para 
interactuar con nuestra capa de datos.  
 
Desde que en 1970 Edgar Frank Codd sentará las bases para este paradigma, el Modelo relacional 
ha sido sin duda uno de los más utilizados en la ingeniería de software. Basado en la lógica de 
predicados y la teoría de conjuntos, desarrolla mediante relaciones todo un sistema de 
funcionamiento de tablas donde se registrarán instancias en sus filas y atributos de las mismas en 
sus columnas.  Así pues, para diseñar todas y cada una de las tablas que utilizará nuestra capa de 
datos, será necesario definir sus esquemas, es decir, el formato que seguirá cada una de las tablas 
para representar las instancias o registros que se tengan que tener guardados, para dotar así de la 
persistencia necesaria a nuestro sistema. 
 
La información sobre los esquemas quedará mostrada de la siguiente manera: 
 
 NOMBRE_TABLA (Atributo1..Atributo N)   
 
El atributo/s subrayado dentro del esquema describe la que será clave primaria de la tabla, es 
decir, el atributo identificativo de una instancia dentro de una tabla, y que, bajo ningún concepto, 
podrá repetirse dentro de una misma tabla. Así pues, tendremos: 
 
USER (Login, Name, Password, Address, Telephone, RegTime) 
 
RESOURCES (Name, Team, Units) 
 
SUPERUSERS (Login, Password) 
 
BOSS (Login, Name, Password, Team) 
 
SUBORDINATE (Login, Name, Password, Team, Role, CurrentIncident) 
 
SNDMSG (Addressee, Sender, Moment, Info, About, Resolution) 
 
RECMSG (Addressee, Sender, Moment, Info, About, Resolution) 
 
INTERVENTIONS (Idincident , Iduser, Status, LastUpdate) 
 
EMERGENCYTEAM (Name, Type, Telephone, Address, NumberMembers, AvailableMembers) 
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TASK (Name, IdInc, IdUnit, Description,taskc,taskf) 
 
PLACES (Name, Situation, Extension, NResidents) 
 
INCIDENT (Id, Type, Level, City, Address, Position, Info, RegTime) 
 
Cada una de las filas correspondientes a estos esquemas, representará una instancia del objeto 
cuyo nombre corresponde a  la tabla, y si bien es cierto que algunos de los objetos representados 
en el diagrama de clases no se ven reflejados en el esquema de la base de datos, es debido a 
razones de diseño para facilitar la manipulación de los datos. Más concretamente, en el caso de las 
clases “Accepted” y “Rejected” no se ha creído necesario crear una tabla exclusiva ya que no 
poseen un atributo exclusivo en función de si la clase “Request” corresponde a un subtipo u otro. 
 
Por otra parte, se cumple que la denominada “Clave externa” suela ser la clave primaria en la tabla 
correspondiente a la clase que refiere, evitando así errores de identificación. El resto de 
restricciones de integridad serán tenidas en cuentan en el proceso de cálculo de la capa de 
dominio, así como los atributos derivados Available members  y NumberMembers.  
 
Por otra parte,  y de cara a la interactuación entre  la capa de dominio y la capa de datos, será 
necesario que hagamos uso de algún mecanismo  para obtener los datos de la base de datos. 
Dadas las condiciones de este proyecto, nos decantaremos por el uso del patrón DAO (Data Access 
Object).  Con este patrón, lo que obtenemos es la creación de unas entidades que serán las que 
actuarán de intermediarias entre la capa de dominio y la capa de datos. Más concretamente en 
nuestro caso, llamaremos a estas entidades Modelos (llamado así debido a que es el nombre que 
recibe en el framework CodeIngniter), que estarán dotados de métodos que se adecuaran a las 
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5.5  Diagramas de secuencia del sistema 
 
Ya hemos explicado como diseñaremos todas las capas del sistema, por lo que ahora 
procederemos a detallar la interactuación entre las mismas (sin entrar en detalles de 
implementación).  
 
Para ello utilizaremos diagramas de secuencia, donde representaremos los datos que se manipulan 
entre capas, así como los métodos que son utilizados para ello, además de los agentes encargados 
de provocar toda esta serie de eventualidades. Todo esto para cada uno de los casos de uso 
especificados, aunque, tal y como se mostró en la parte del diseño de la capa de presentación, solo 
mostraremos los casos más relevantes, de tal forma que sólo quede constancia de las 
transacciones relevantes, minimizando así información repetitiva o de menor interés en este 
sentido. 
 
5.5.1 Registros y altas  
 
Para todo caso en el que tengamos altas en el sistema (lo que al fin y al cabo se traduciría en 
nuevas inserciones para la base de datos) básicamente el sistema solicita los datos, la capa de 
dominio los valida, y la de datos procede a la nueva entrada en la tabla correspondiente. Es por 
eso, que utilizaremos como ejemplo el caso de registro de un nuevo usuario como representación 
del resto de casos que representan nuevas altas en el sistema (por ejemplo: Alta Recurso, Nuevo 






Figura 26: Diagrama registro de un usuario 
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5.5.2 Modificaciones de datos 
 
De igual forma que en el caso de las inserciones, en este proyecto contamos con varios casos de 
uso en los que se producen modificaciones triviales de datos previamente dados de alta en el 
sistema. Por tal de resumir el mecanismo de todos y no repetir información, tomaremos el caso de 





Figura 27: Diagrama modificación de datos  
 
5.5.3 Supresión de datos 
 
Durante la ejecución del sistema, podemos llevar a cabo algunas operaciones de eliminación de 
datos como pudiera ser en el caso de los recursos, o de los usuarios hacía si mismos. Al tratarse de 
operaciones con un flujo de datos bastante parecido, tomamos como ejemplo el de supresión de 
un usuario para conocer el mecanismo que seguirán las operaciones de este tipo. 
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Figura 28: Diagrama supresión datos  
 
  5.5.4 Muestra de datos 
 
Tenemos varios casos en los que se procede al muestreo de datos por pantalla de forma que 
simplemente los vemos representados sin más, y sin tener que realizar ningún tipo de 
interactuación con los mismos, resumiremos, pues este tipo de casos en el ejemplo del muestreo 




Figura 29: Diagrama consulta  
- 58 - 
 
 
5.5.5 Alta Incidencia 
 
A pesar de tratarse de otro ejemplo aparentemente simple de inserción en la base de datos del 
sistema, este caso es distinto al resto debido a que involucra más de una tabla tal y como el 





Figura 30: Diagrama alta incidencia  
 
La utilización de los métodos newId() y time() corresponde a métodos definidos dentro de la 
misma clase para obtener, un identificador para la incidencia y el momento actual en que se 
procede al registro, respectivamente. 
 
5.5.6 Obtención incidencias/miembros 
 
En estos 2 casos, se trata de la llamada a listados de varios elementos, ya sean incidencias o 
subordinados, que se realizan automáticamente tomando como base datos del usuario que tenga 
la sesión activa en ese mismo instante.  En el diagrama tomamos como ejemplo la obtención de 
incidencias por parte de un usuario, dado que se trata del caso más complejo pues implica 
consultas de varias filas en varias tablas (incidentes e intervenciones), cosa que no pasa con la 
consulta de miembros dado que solo implica la consulta de una tabla (la de subordinados). En este 
caso concreto podemos ver como se consulta a la tabla entera (interventions) en primer lugar, y 
luego, para cada fila devuelta tras la consulta, se procede a consultar sobre la tabla de incidentes, 
obteniendo así los resultados que nos interesa, que serían los incidentes dados de alta por un 
usuario del sistema.  
 








5.5.7 Obtención intervenciones por parámetros varios 
 
En el caso de los miembros de equipos de emergencia (ya sean jefes o subordinados) tenemos que 
la obtención de las incidencias tal y como vimos en el punto anterior se produce en función de 
determinados parámetros de búsqueda (ciudad, tipo y estado) variando el diagrama de secuencia 
únicamente en los parámetros de entrada (que pasan de ser el identificador del usuario a los 
parámetros antes mencionados) cambiando, en consecuencia, las funciones utilizadas ,las 
consultas a base de datos,  y el orden en el que se consultan las tablas. 
 
Luego, para los jefes de equipo, además de las consultas de incidentes anteriormente comentadas, 
también disponemos de una vista especialmente diseñada para el control de las intervenciones en 
tiempo real  ( lo que correspondería al caso de uso “Modificar estado intervención”), en el que las 
diferencias respecto al anterior diagrama serian que único parámetro de búsqueda a todos los 
niveles sería la ciudad a la cual pertenece el equipo de emergencia que dirige el jefe de equipo en 
cuestión, y que el retorno de datos a capa de presentación sería únicamente el de los datos de las 
intervenciones( no necesitaríamos por tanto los datos de la tabla de incidencias). Mostraremos 
este último caso como referencia a este punto. 
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5.5.8 Asignación tareas internas 
 
La asignación de una tarea interna implica la creación de la propia tarea, y la modificación de 
algunos de los parámetros relacionados con el subordinado que recibirá esta tarea, por lo que 
tendremos que tener especial cuidado con esta operación por todo lo que implica a nivel de 
cambios en el sistema.  
 
 
Figura 33: Diagrama nueva tarea interna 
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Como aclaración, comentar que al crear una nueva tarea (Task), el campo taskf se inicializa a vacío 
dado que es un dato que se asignará al finalizar la tarea. 
  
5.5.9 Asignación tareas externas 
 
En este caso, no creamos físicamente una tarea, sino que hacemos una petición a otro equipo de 
emergencia, para que este, una vez haya leído la información de la incidencia, decida si puede o no 
hacer una asignación interna para ayudar a resolver este incidente. Por tanto, a nivel de sistema lo 
que hacemos es crear esa petición básicamente.  
 
 
Figura 34: Diagrama tarea externa  
Como podemos ver, también usamos una función time() para conocer el momento del envío del 
mensaje, así como el uso de un campo en blanco(correspondiente al campo Resolution) que será 
cumplimentado cuando el mensaje sea contestado. 
 
5.5.10 Modificación estado intervención 
 
Esta modificación tiene como particularidad el hecho de que además de modificar un atributo de 
la tabla de intervenciones, recoge el momento en que se hizo con la función time(). 
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Figura 35: Diagrama modificar estado  
 
5.5.11 Consulta de tareas por intervención 
 
Para los jefes de equipo, es importante disponer de una función que muestre todas las tareas que 
se han asignado para una intervención, de ahí esta funcionalidad, que, básicamente, solicita todas 




Figura 36: Diagrama consulta tareas 
5.5.12 Muestra datos misión 
 
El muestreo de datos de una tarea, exige la recogida de datos de múltiples tablas para facilitar 
información al subordinado encargado de llevar a cabo la tarea. Por tanto, necesitaríamos 
información tanto de la intervención, como la incidencia relacionada, el denunciante y los datos de 
la tarea en sí. Todo este movimiento de datos en el sistema se produce en función del identificador 
de la misión, y, en el caso de la información sobre la tarea; del identificador del subordinado que la 
lleve a cabo. 
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Figura 37: Diagrama muestra datos tarea  
5.5.13 Inbox/Outbox 
 
Ambos casos son muy similares, con la salvedad de que en el caso de outbox es el propio usuario el 
que deberá dar la respuesta adecuada para dar a entender a quien envió la petición, si, acepta o 
no colaborar en la incidencia solicitada ( lo que a nivel de diseño solo correspondería a una 
modificación de un atributo de la petición en cuestión. Como referencia tomaremos el caso de 
inbox, donde además de ver las peticiones en cuestión, podemos responderlas. 
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Figura 38: Diagrama Inbox  
5.5.14 Login 
 
Como último caso a comentar en el apartado de diseño, expondremos el “Login” genérico del 
sistema. Básicamente, comprueba que tipo de usuario es el que va a acceder al sistema, valida el 
password  y se procede al acceso en caso correcto. Por tanto, el comportamiento de esta función 
se vuelve similar al del siguiente diagrama, para todos los tipos de usuario, devolviéndose un error 















Una vez explicado todo el proceso de diseño del sistema, procedemos a explicar toda la serie de 
herramientas de las cuales nos haremos uso para desarrollar lo explicado anteriormente. En 
nuestro caso concreto, tendremos que separar entre las herramientas utilizadas para llevar a cabo 
la parte web del proyecto respecto a la parte de la app móvil (aunque en algunos casos coinciden).   
 
Para dar una idea correcta de todo esto, se procederá a una breve explicación de  todos los 
lenguajes y frameworks por separado, así como la disposición de ejemplos para cada caso, de tal 
forma que podamos disponer de una idea más aproximada de para que los hemos utilizado. 
 
También aclarar, que todo la fase de desarrollo se ha llevado a cabo en el sistema operativo 
“Windows 7”, pero que podemos encontrar versiones de las herramientas como las que 
mencionaremos en otros sistemas operativos, ya sean Linux o MACOSX.En la siguiente imagen 




Figura 40: Herramientas  de implementación  
 
6.1  Implementación Web 
 
Tal y como detallamos en la figura anterior, todo la implementación de la web del proyecto está 
supeditada en gran medida al uso del framework “CodeIgniter”. A partir de ahí, el resto de 
lenguajes y aplicaciones son utilizadas de manera subordinada a este framework.  Es por ello que 
empezaremos por ese punto de la implementación, para luego explicar el resto de lenguajes 
utilizados para el desarrollo de la web. 
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6.1.1 El framework “CodeIgniter” 
 
El framework “CodeIgniter”  está pensando para la gente que desarrolla sus aplicaciones web 
mayoritariamente en PHP. Las ventajas que aporta al mero hecho de desarrollar desde 0, serían 
todo el conjunto de librerías e interfaces que simplifican muchas de las tareas típicas del desarrollo 
en PHP puro y duro, minimizando así la cantidad de código fuente y, en definitiva, facilitando la 
vida del programador. Haremos especial hincapié en este apartado, pues es el eje sobre el que se 
mueve todo el portal web. 
 
Para ello y más facilidades, se sirve de las siguientes características: 
 
- Se trata de software bajo licencia open source Apache/BSD-style, lo cual nos facilita su uso 
donde nos plazca. 
 
- Funciona a partir de PHP4, por lo que tampoco es necesario estar utilizado la versión más 
moderna del lenguaje para que este framework funcione sin problema. 
 
- “CodeIgniter” posee un núcleo realmente ligero, pues no son muchas las librería que se 
requieren para su uso, y las librerías adicionales se ejecutan  de forma dinámica, y a pedido, lo cual 
le resto mucho peso. 
 
- Tanto a nivel de desarrollo como de ejecución es realmente veloz. 
 
- El paradigma MVC(Modelo-Vista-Controlador) se utiliza en “CodeIgniter”, separando así de 
forma perfecta la lógica y la presentación. 
 
- El generador de URLs de este framework genera URLs simples de entender para los 
motores de búsqueda, basándose en un principio de segmentación, en el cual toda URL suele 
pender del archivo “index.php”, circunstancia totalmente modificable con un archivo tipo 
.htaccess. 
 
- “CodeIgniter” incluye todo un seguido de funcionalidades que serán de mucha utilidad de 
cara al desarrollo web, tales como manejo de base de datos, envío de mails, validación de datos de 
formulario,etc. 
 
- Si además se echa de menos algún tipo de funcionalidad, esta puede ser fácilmente 
diseñada por plugins y librerías asistentes. 
 
Una idea de cómo se tratan los datos en “CodeIgniter” se muestra en este esquema: 
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Figura 41: Estructura CodeIgniter Fuente: http://ellislab.com/codeigniter 
Comportamiento que podríamos resumir de la siguiente forma: 
 
1. Utilizamos index.php como controlador principal ( función que podemos asignar a otro 
controlador a nuestro gusto) y que se encargará de cargar los recursos básicos para la ejecución. 
 
2. Se examina la petición HTTP en “Routing”. 
 
3. Si existen archivos del sistema guardados en caché, son enviados antes de proseguir la 
ejecución. 
 
4. La petición HTTP es filtrada por seguridad antes de llevarse a cabo la carga de ningún otro 
controlador. 
 
5. Se cargan todas las herramientas necesarias para la ejecución del proyecto (plugins, librerías, 
asistentes…). 
 
6. Se genera la vista consecuente a todo el cálculo realizado en las fases anteriores,  y esta es 
enviada al explorador web, previo registro de datos en la caché para futuros usos. 
 
De todo este proceso, lo que realmente nos interesa para ejemplificar el uso que hemos dado en 
nuestra implementación, son los conceptos de “View”, “Controller” y “Model”. Más 
concretamente: 
 
- View: Se trata de la información físicamente presentada al usuario, lo cual nos puede llevar 
a pensar que simplemente se trata de una página web, pero en este caso puede tratarse de un 
fragmento de la misma, como por ejemplo pie de página o encabezado. 
 
- Controlador: Básicamente se trata del intermediario entre la petición HTTP y las 
herramientas que tengan que generar una vista web. 
 
- Modelo: Se trata de la representación de un tipo de datos, y que normalmente se utiliza 
para manipular la base de datos directamente, ya sea para realizar inserciones, modificaciones o 
borrados. 
 
El ejemplo que elegiremos para mostrar cómo se crea todo esto y como se maneja la información 









$query = $this->db->query("SELECT * FROM emergencyteam where name='$n'"); 
 
return $query->row(); 
en este framework será la petición de información sobre un equipo de emergencia,  donde se hace 
un uso bastante convencional de estas herramientas. 
 




Cómo se puede observar, la URL responde a los criterios anteriormente comentados, donde 
tenemos en primer lugar el host donde tenemos localizada la aplicación 
“http://weboptserv.lsi.upc.edu/sysalert” y a partir de ahí, la referencia del controlador a utilizar 
(“/index.php/manteam/”) y la función dentro del mismo (“/showbossteam”). De esta forma 















Estas serían las líneas de código que se ejecutarían en caso de poner en un explorador la URL 
completa que indicábamos antes. Así pues, el comportamiento es bastante intuitivo, siendo la 
primera línea la encargada de cargar el modelo adecuado( el agente que mediará sobre la 
manipulación o consulta de los datos de, en este caso, un equipo de emergencia); la segunda línea 
la encargada de invocar a través de este modelo la información que necesitamos obtener, en 
función del equipo cuyo jefe tiene sesión activa en ese momento; y siendo las últimas 3 líneas las 
encargadas de invocar la vista adecuada, en 3 “pedazos” pues tenemos partes de la vista ya 
predefinidas a modo de plantilla, siendo únicamente la parte de la vista invocada por la última 
línea de código la encargada de aportar los datos solicitados al modelo a la vista generada por la 
URL que la solicitó. 
 
Más concretamente, la función invocada por el modelo “teammodel” corresponde al siguiente 











- 69 - 
 









6.1.2 Lenguajes de desarrollo web 
 
- El lenguaje HTML (“HyperText Markup Language”), es un lenguaje de programación 
declarativo muy común en la creación de portales web. Se basa en la utilización de “tags” 
(etiquetas) para estructurar el contenido de una vista web.  Cada etiqueta dotaría al contenido que 
se halle en su interior de una determinada propiedad, además de permitirnos la posibilidad de 
modificar esta propiedad mediante atributos en la misma etiqueta u otros medios más sofisticados 
como sería el uso de CSS, que más adelante también explicaremos.   
 
 
-     CSS (“Cascade Style-Sheets”) es una herramienta que se complementa perfectamente con 
los lenguajes que utilizan tags, y es que en base a estos, les dota de un estilo y unos atributos que 
permiten darle un estilo distinto. Más concretamente, podríamos entender que con un lenguaje de 
tags estructuramos el contenido, y si bien también podríamos dar formato a ese contenido, el 
lenguaje CSS es mucho más adecuado, sencillo y completo para esa labor.  
 
El principio de CSS es muy sencillo, básicamente,  contamos con unos selectores pensados para 
referirse a determinadas zonas del documento web (ya sea HTML,XML….) al que luego se le 
asignarán unos determinados atributos en la magnitud deseada para dotar al contenido del 
documento web de un formato concreto. Como podemos imaginar, en CSS existen muchas 
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maneras de llegar a cualquier elemento de una página HTML, gracias a la interfaz DOM 
(Documento Object Model), que a su vez nos permitirán modificar cualquier atributo tratable en el 
elemento deseado. 
 
- Javascript es un lenguaje diferente a los anteriormente comentados, básicamente porque 
se trata de un lenguaje imperativo en lugar de declarativo, por lo cual sus funcionalidades apuntan 
hacia otro lugar. En nuestro caso concreto, usamos JavaScript para dotar de “lógica” a la capa de 
presentación y de otros efectos y eventos que vayan más allá que el mero hecho de la 
presentación del contenido estático.  
 
- PHP (HyperText  Pre-Procesor) es un lenguaje de uso general, utilizado sobretodo para la 
parte de servidor en webs de contenido dinámico, tal y como sería en nuestro caso. Por tanto, a 
diferencia de JavaScript, lo usaremos para implementar toda la lógica de la capa de dominio así 
como herramienta de apoyo en el resto de capas del sistema. 
 
Se trata de un lenguaje muy potente y muy parecido a otros lenguajes de programación 
estructurada como por ejemplo C. Su popularidad es tal, que lo podemos encontrar en una gran 
mayoría de portales y servidores web. Otro aspecto muy importante del mismo, es el hecho de 
que ofrece un montón de facilidades y herramientas para conectar con base de datos, haciéndolo 
idóneo para sitios web dinámicos. Todo eso, unido a su compatibilidad con la gran mayoría de 
sistemas operativos, convierte  a PHP en una herramienta de gran utilidad. 
 
En nuestro sistema, el nivel de complejidad del lenguaje PHP no es elevado, pero sí que es cierto, 
que dado el potencial posee, ha promovido la creación de numerosos frameworks que favorecen 
aún más sus cualidades. Tales como Zend o el mismo CodeIgniter” que usamos en este proyecto,  y 
que hemos explicado más ampliamente en un apartado anterior.  
 
 
- SQL (Structured Query Language) es un lenguaje declarativo ideado para interactuar con 
bases de datos. Básicamente se sirve de las instrucciones básicas de manipulación de base de 
datos (INSERT, UPDATE, DELETE, SELECT) que junto a un lenguaje creado en base al álgebra 
relacional,  nos permite hacer consultas tanto sencillas como complejas para referirnos a los 
elementos de base de datos que nos sean de interés. 
 
Dado que usamos base de datos relacional, y un framework basado en PHP, lo más lógico es 
decantarnos por esta opción. 
 
6.2  Implementación App 
 
 6.2.1 Android SDK 
 
Android es un sistema operativo basado en Linux diseñado especialmente para dispositivos con 
pantalla táctil, ya sean Smart-phones o tablets. Su lanzamiento supuso una revolución que a día de 
hoy continua, y es que este SO ha supuesto un cambio importante en lo que a los dispositivos 
móviles se refiere, pero lo más interesante es la posibilidades de desarrollo que ofrece para crear 
aplicaciones para el propio sistema operativo. El SDK (Software Development Kit)  que nos facilitan 
los propios responsables del proyecto Android, nos permitirá desarrollar la app que pretendemos 
en este proyecto. Por tanto, la importancia del SDK es similar a la del framework CodeIgniter en la 
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parte web del proyecto, por este motivo, explicaremos esta herramienta un poco más 
ampliamente. 
 
Android  está basado en el kernel Linux de Linus Torvalds, en el cual se ha ido trabajando desde 
que fue creado en 1991. La arquitectura obedece a la siguiente figura: 
 
 
Figura 43: Estructura Android Fuente: https://androidos.readthedocs.org  
 
El hecho de usar el kernel de Linux provoca que toda la gestión de procesos,memoria,etcétera de 
Android obedezca a un comportamiento similar al de Linux, además, todas las capas superiores 
llevan a cabo las siguientes actividades: 
 
Librerías: Las librerías nativas de Android, encargadas de implementar todas las funcionalidades 
básicas del dispositivo, tales como el motor de gráficos, bases de datos, códecs multimedia… 
 
Android Runtime: Se trata del tiempo de ejecución en Android y que se encargará de interpretar 
todo el código (que en este caso obedece al lenguaje Java). 
 
Armazón de aplicaciones: Esta es la estructura encargada de habilitar todas las piezas para que 
podamos crear nuevas aplicaciones, como por ejemplo proveedores de contenido, gestores de 
recursos… 
 
Aplicaciones: La capa más alta, la parte que el usuario ve por pantalla. Todo el conjunto de 
programas y utilidades que el usuario tiene  a su disposición. 
 
- 72 - 
 
La implementación de una aplicación en Android requiere la colaboración de una o más Activities, 
que no son otra cosa que clases JAVA adaptadas a las funcionalidades que nos facilita el SDK de 
Android, por lo que los detalles sobre esta implementación los encontraremos en el código anexo. 
 
 
6.2.2 API RESTFUL 
 
Para comunicar la app  con todos los datos guardados en la base de datos necesitamos un 
intermediario que actúe de forma similar que los controladores en el caso de la web. Para ello, y 
aprovechando el propio framework CodeIgniter, creamos una API (Application Programming 
Interface) que actúe como tal. De hecho, el funcionamiento es muy similar al de los controladores 
que explicamos en la parte web del proyecto.  
 
Por ejemplo, imaginemos que queremos cargar en nuestra aplicación datos sobre un equipo de 
emergencia, tendríamos una función en la API similar a ésta: 
 
 
    function team_post(){ 
 
        $this->load->model('teammodel','',TRUE); 
 
         if(!$this->post('nteam'))  {  //Checking parameters 
             
            $this->response(NULL, 400);   
        } 
 
        $team = $this->teammodel->getTeambyName($this->post('nteam')); 
 
        if($team)$this->response($team,200); 
        else $this->response(NULL,404); 
 
    } 
 
 
Donde, como podemos ver, cargamos el modelo de datos del equipo de emergencia, léemos los 
datos pasados por la aplicación a la API, la función se encarga de consultar los datos del equipo 
solicitado, y, finalmente, devuelve los datos a la aplicación. 
 
 
 6.2.3 JSON 
 
Hemos creído que JSON (Javascript Object Notation) merece mención aparte dentro de las 
herramientas empleadas dentro del proyecto, pues no se trata de un elemento de uso tan 
tradicional como quizá sí lo son lenguajes como HTML o Javascript. JSON es, pues, el formato  
de intercambio de información que elegimos para mediar entre la app móvil  y la API REST. 
Elegimos este formato debido a que se trata de una notación fácil de aprender, y muy ligera, tanto 
que cada vez cuenta como más apoyo de los lenguajes de programación más utilizados, como es 
en nuestro caso en el momento de diseñar la aplicación móvil, donde programamos en JAVA.  Para 
darnos una idea más clara de porque esta notación es tan sencilla, tenemos el siguiente ejemplo, 
donde vemos representado el tipo de datos de un Subordinado normal y corriente en notación 
JSON tras haberlo solicitado a la API anteriormente diseñada. 






En este caso, el objeto de arriba representaría todos los atributos de un usuario de tipo 
Subordinado. Con este objeto, y mediante funciones habilitadas por el propio lenguaje JAVA, 










































Para probar todo el desarrollo una vez terminado, se realizaron pruebas de carácter interno y otras 
de carácter funcional con usuarios reales con otros dispositivos móviles.  
 
Sobre las pruebas de carácter interno, decir que las de carácter unitario se llevaron  a cabo 
mayoritariamente durante el desarrollo de los módulos separados del sistema, tanto de la web 
como de la app. Más adelante, son necesarias pruebas entre módulos ya “ensamblados” para 
comprobar efectos en todo el sistema. Pruebas tales como: 
 
- Dadas unidades de datos de un tipo cualquiera, como por ejemplo usuarios, o lugares, 
comprobar que su creación, modificación, eliminación o consulta mediante la interfaz, 
produce los efectos correctos en base de datos tras el proceso de la orden en la capa de 
negocio del proyecto. 
 
- Controlar que los daños colaterales de una orden concreta producen toda la serie de 
efectos correctos en el sistema, como por ejemplo, la creación de una incidencia, que 
supone la creación de una instancia de la tabla incidencia en base de datos, así como de la 
clase intervención, o por ejemplo el acuse de término de una tarea por parte de un 
subordinado, cuyo efecto en el sistema va, desde la “liberación” de misión por parte del 
subordinado en cuestión hasta el registro de la fecha en la cual se terminó la tarea de la 
cual se libera. 
 
Todos estos tests a nivel local se llevaron a cabo en mi propio portátil, cuyos detalles van indicados 
en la sección de costes. Más adelante, se trasladó la web al lugar público desde donde ahora 
opera, el servidor “Eagle” del laboratorio de cálculo de la FIB. La migración fue algo problemática al 
principio pues se daban errores de servidor provocados en su mayoría por “impurezas” del código ( 
variables sin utilizar) y por errores de invocación a funciones por “case sensitive” (distinción entre 
las mayúsculas y las minúsculas) que fue necesario depurar en ese caso para que no se produjeran 
errores. Una vez normalizada la situación,  se realizaron las mismas pruebas que en local con 





Más adelante se realizaron otras pruebas de carácter más funcional con usuarios que podrían ser 
susceptibles de usar este sistema. En concreto sobre sus teléfonos móviles con sistema operativo 
“Android”, en distintos modelos de smartphone. Más concretamente se realizaron pruebas sobre 
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Tabla 1: Testing externo 
 
Las pruebas que se realizaron fueron: 
 
- Instalación de la aplicación: Básicamente  que no hubiera algún tipo de problema al habilitar la 
aplicación en el móvil. 
 
- Creación de alarma: Correcta creación de las alertas que generan instancias de incidencias e 
intervenciones en una zona. 
 
- Consulta datos: Petición de datos al servidor para que sean mostrados  en el Smartphone, como 
por ejemplo la solicitud del listado de miembros de un equipo de emergencia. 
 
- Notificaciones: La correcta creación de notificaciones, fruto de, por ejemplo, una nueva alerta. 
 
En todos los casos se testaron varios perfiles de usuario, con éxito en todas las funcionalidades 
arriba comentadas, por lo que los tests realizados fueron satisfactorios. 
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8.Planificación y costes 
 
Este proyecto en particular, ha sido realizado en modalidad de ejercicio académico junto a un tutor 
de la propia facultad, lo cual no implica que no podamos una aproximación económica y temporal 
del coste real del proyecto si se hubiera realizado de forma independiente, teniendo en cuenta 
gastos de personal, software y hardware. 
Este proyecto fue en su comienzo ideado para ser realizado en el transcurso de un año académico, 
siguiendo sus mismas pautas temporales, es decir, contando con la pausa de los meses de verano y 
el parón navideño, además de llevarse a cabo a tiempo parcial. 
 
8.1  Planificación 
 
Como podrá verse en el diagrama de Gantt, la práctica totalidad del proyecto ha abarcado un 
cuadrimestre y medio. Esto ha sido causado por 3 circunstancias: 
 
- La compaginación de este proyecto con un horario laboral externo al mismo, que 
abarcaba de 6 a 8 horas al día. Esto ha provocado que la media de horas de trabajo del 
proyecto haya sido de unas 2 horas por día laborable en la mayoría de los casos, distando 
pues, de lo que sería una media jornada normal a emplear en un proyecto de este tipo. 
 
- El aprendizaje de las herramientas utilizadas para este proyecto. Que, si bien en 
algunos casos como HTML o SQL venían ya precedidos de una base adquirida en los 
estudios universitarios, en otros casos como el framework “CodeIgniter”  o algunas otras 
funcionalidades de “Android” necesarias para este proyecto han supuesto más tiempo del 
esperado. 
 
- Mi propia inexperiencia en proyectos de este calibre, pese a que la experiencia 
adquirida será muy valiosa de cara a próximos proyectos. 
         
-  Durante los meses de julio, agosto, y septiembre el proyecto permaneció en 
“standby”.                   
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Figura 44: Desglose de tareas  
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Figura 45: Diagrama de Gantt  
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8.2  Costes Temporales 
 
 Planificación Tiempo real Desviación 
Análisis de  
requisitos 
20 horas 28 horas 8 horas 
Especificación 
 
24 horas 24 horas 0 horas 
Diseño 
 
70 horas 58 horas -12 horas 
Implementación 
web 
150 horas 188 horas 38 horas 
Implementación 
app Android 
90 horas 104 horas 14 horas 
Testing 
 
50 horas 62 horas 12 horas 
Documentación 
 
80 horas 104 horas 24 horas 
         484 horas   568 horas       84 horas 
 
Tabla 2: Costes temporales 
 
       
Tal y como comentamos en la parte de planificación, el hecho de compaginar trabajo y proyecto 
impidió un ritmo normal de trabajo, de tal forma que si tuviéramos que realizar una media de 
horas al día podríamos marcarla en 2 horas al día. Mi intención inicial fue la de realizar el proyecto 
en un año, pero finalmente fue necesario un cuadrimestre más debido a desviación arriba citada. 
 
Marcando por partes, la desviación de la parte de análisis fue debida a la refinación del alcance del 
proyecto, pues la idea inicial debía ser delimitada para no andar modificando objetivos 
constantemente. La parte de especificación no requirió más tiempo del indicado, mientras que la 
de diseño necesitó incluso menos de las planificadas dado que en un principio se pensó que los 
patrones a utilizar en el proyecto serían más números, al analizarlo más profundamente, se 
advirtió que la lógica no sería tan compleja como para necesitar patronaje en exceso. A partir de 
ahí, toda la parte de implementación tuvo una importante variación debido a la curva de 
aprendizaje de algunas de las herramientas más desconocidas por mi parte, como fueron el 
framework  “CodeIgniter”, la creación de una API o algunas de las funcionalidades en “Android” de 
las cual no tenía una idea formada de su implementación. En la parte de testing, depurar los bugs 
encontrados durante el proceso fue lo que afectó al desfase de horas. Por último, la creación del 
documento, la creación de los diagramas que en él se contienen, e intentar que fuera lo más 
completo posible sin caer en lo innecesario, tuvieron que ver en el desvío contemplado para la 
parte de documentación. 
 
8.3  Costes económicos 
 
Los costes fueron tenidos en cuenta en el contexto real en el que se ha realizado este proyecto, 
desarrollado por un alumno de la FIB. Es por esto que no se hace diferenciación del coste por hora 
según la tarea a desarrollar en el proyecto. 
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Desglosándose en : 
 
Hardware Tipo  Precio 
Intel Core i5 M460 2.53 GHZ 




HTC Wildfire Smartphone 140 € 
   930 € 
 
Software Tipo Precio 
XAMPP 
 
Servidor para pruebas locales, 
Licencia OpenSource 
0 € 
Sublime Text  
 

























Editor de diagramas UML, 
Licencia OpenSource 
0 € 
           0 € 
           
Fase de trabajo Horas invertidas 
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Horas trabajadas Coste por hora Coste 















Tablas 3, 4, 5, 6, 7: Hardware,  software, personal, total coste económico 
 
 
Si optáramos por desplegar la aplicación fuera de este contexto de pruebas académicas, 
tendríamos que plantear como máxima diferencia en cuanto al coste, la adquisición de un servidor 
crítico, que minimizara las caídas del sistema dado el contexto de nuestro servicio. En caso de caer 
el servicio, no podríamos registrar información sobre las alertas de los denunciantes y sobre 
ninguno de los procesos para soluciona los incidentes, por lo que se procurará tener un servidor 
fiable.  
 
Por ejemplo, un modelo como el “Moutain Server 56” cuyo coste asciende a los 1600 € 



























9.1  Revisión de objetivos  
 
El resultado final del proyecto obedece en gran medida a una buena solución respecto al problema 
que nos planteaban al principio de todo este proyecto. Durante la realización del mismo, es cierto 
que se nos iban ocurriendo mejoras y optimizaciones que en algunos casos se pudieron incluir. En 
otros, bien por falta de tiempo o bien por complejidad de implementación.  
 
En este sentido, cosas en las que se planteó  trabajar para la mejora del servicio “SysAlert”: 
 
- Registro automático de coordenadas GPS también en las alertas dadas de alta vía web. 
 
- Envío de fotografías(o incluso grabaciones) desde el móvil en el momento de dar de alta 
denuncias. 
 
-Parámetros de ordenación en la web para las consultas de tablas de varias filas. 
 
- Mayor registro de información sobre las intervenciones, como por ejemplo, los recursos 
utilizados. 
 
- Mapeo de direcciones postales en las denuncias realizadas. 
 
- Posibilidad de valorar a los denunciantes por la fiabilidad de sus denuncias. 
 
9.2 Líneas de futuro 
 
Teniendo en cuenta la gran cantidad de datos que irá acumulando el sistema fruto de las alertas 
que se darán de alta y todas las gestiones realizadas para su solución, se nos ocurren 3 líneas prin-
cipales de mejora sobre este diseño que no se plantearon en un principio, a diferencia de los pun-
tos que comentábamos en el apartado anterior: 
 
- Estadísticas: Todos los datos que se registran en todos los procesos del sistema, podrían ser per-
fectamente utilizados para la obtención de estadísticas que fueran debidamente representada. 
Especialmente en todo lo que envuelve al proceso de resolución de una incidencia, esto cobra es-
pecial importancia. 
 
- Criba y filtros: Cuanta más gente use este sistema, más información se supone que se generará, 
en el caso de las denuncias, evitar la replicación o inutilidad de la misma es un proceso que se po-
dría automatizar en pos de evitar redundancias en la información registrada por el sistema. 
 
- Otras plataformas: Se diseñó la app en el sistema operativo “Android” debido a que es mucho 
más accesible a nivel tanto de desarrollador como de usuario. Otros sistemas operativos para telé-
fonos móviles como por ejemplo “iOS” muestran una mayor exclusividad, a nivel de precio, como 
de desarrollo, donde los filtros son más exigentes, e incluso se requiere de una licencia para poder 
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publicar aplicaciones. No obstante, y en función de los resultados de la plataforma, se podría llegar 
a plantear la creación en otros sistemas operativos móviles. 
 
 
 Dejando a “SysAlert” como un sistema que sienta la base de todo esto, pero con evidentes posibi-
lidades de expansión hacia estas 2 direcciones mayoritariamente.  
 
9.3  Valoración personal 
 
Mi objetivo principal cuando decidí aceptar este proyecto fue el hecho de aprender sobre áreas de 
la informática en las que estoy especialmente interesado, la programación web, y la programación 
para smartphones. El contexto que planteaba este proyecto daba para ello, y si bien, quizá no era 
tan necesaria una solución tan amplia a nivel de web, decidí dotarle de ese trabajo por el mero 
hecho de verme de lleno metido en el desarrollo de una web desde 0.  
 
Dí mucho uso a las asignaturas del campo de ingeniería de software, en todo lo relacionado a crear 
un diseño de una idea abstracta, así como un alto uso de los conocimientos en programación SQL 
de manipulación de base de datos, adquiridos durante buena parte del curso de la asignatura de 
BD(“Bases de dades”). Los hábitos de orden y claridad de programación adquiridos en las primeras 
asignaturas de programación de  la carrera también me fueron de utilidad en el momento de 
buscar errores en el código. Por último, las nociones sobre lenguajes relacionados con contenido 
en la web aprendidas durante la asignatura de XCA(“Xarxes de computadors i aplicacions”) 
también fueron una buena brújula para guiarme. 
 
Así pues, decir que se han cumplido por completo mis expectativas a ese nivel. Las horas y horas 
de manuales, consultas, puntos muertos y soluciones a estos, me han aportado una experiencia 
que sin duda me será muy valiosa. Y la prueba es que al ver cómo empezó este proyecto y como va 
a terminar, me planteo cuantas cosas cambiaría de los inicios en pos de haber optimizado tareas, 
resuelto problemas, solucionado dudas…. 
 
Esa línea de código que me tuvo alguna tarde a la búsqueda de errores, esa hoja de estilo que 
quizá podría haber planteado de otra manera para ofrecer un mejor formato, la manera de 
organizarlo todo para ganar tiempo, ese momento en el que vas a implementar alguna 
funcionalidad concreta, de la cual no tienes ni la más remota idea de cómo hacerla, y en base a 
ideas genéricas, buscarte la vida para al final acabar llevándola a cabo…Son esas las cosas que 
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SysAlert: Acrónimo de “System Alert”, nombre con el que se decidió bautizar la aplicación 
desarrollada en este proyecto. 
 
Smartphone: Teléfono móvil construido a nivel de software sobre un sistema operativo corriente. 
 
Android: Sistema operativo de uso extendido en dispositivos portátiles. 
 
App: Aplicación móvil. 
 
Framework: Estructura definida para dar soporte o estandarizar un trabajo concreto. 
 
IDE: “Integrated development environtment”. Entorno de desarrollo integrado con herramientas 
para facilitar el propio desarrollo. 
 
UML: “Unified-modeling-language”. Lenguaje estándar de modelado, pensado para el desarrollo 
de software. 
 
Alertas: En el contexto de este proyecto, denuncia por parte de un usuario sobre algún incidente. 
 
Usuario: En el contexto de este proyecto, usuario no perteneciente a un equipo de emergencias. 
 
Subordinado: En el contexto de este proyecto, usuario perteneciente a un equipo de emergencias, 
sin ser su jefe. 
 
 Incidencia: En el contexto de este proyecto, evento denunciado y dado de alta en el sistema. 
 
Intervención: En el contexto de este proyecto, proceso de resolución de una incidencia. 
 
API: “Interfaz de programación de aplicaciones”. 
 
 Outbox / Inbox : Buzones de salida y entrada de mensajes, respectivamente. 
 
URL: “localizador de recursos uniforme”, dirección para referirse a un lugar concreto de internet. 
 
TAG: Elementos de estructuración de contenido, utilizados en lenguajes como HTML. 
 













12.1  Aspectos especiales app Android 
 
En este anexo, mostraremos  aspectos de diseño exclusivos de la app  en Android que por tanto  no 
se han visto durante la parte anterior del desarrollo del proyecto en general. Básicamente 
especificaremos las vistas de la app, además de algún ejemplo de diagrama de secuencia donde 
quedará patente la lógica del funcionamiento de la app.  Por último, también mostraremos el 
sistema de alertas utilizados en los perfiles de “Subordinado” y “Jefe de equipo” ideados para 
informar de nuevas incidencias en tiempo real. 
 
 
12.1.1 Diseño interfaz 
 
De la misma forma que hicimos en el caso de la web, solo mostraremos las vistas más 
representativas por tal de no ofrecer información repetitiva. Casos como por ejemplo la ventana 
de Login son idénticos a los mencionados anteriormente en la web. 
 
  12.1.1.1 Vista de datos de usuario (Menú principal) 
 
En esta vista se verán los datos del usuario dado de alta en el sistema, además de actuar como 
menú principal dado el menú que se incorpora en la misma vista para acceder a todas las 




Figura 46: Interfaz app datos  
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12.1.1.2 Vista alta incidencias 
 
La vista de alta de incidencias incluye 3 spinners (menús desplegables)  donde podremos 
seleccionar entre el tipo  de la incidencia, el nivel y la ciudad. Además incluye un par de campos de 
texto donde adjuntar dirección postal exacta así como información extra, y por último un botón de 
confirmación sobre el envío de la incidencia. 
 
      




12.1.1.3 Vista de varios elementos 
 
En el caso del muestreo de varios datos, teniendo en cuenta que estamos tratando con dispositivos 
de pantalla más pequeña de lo que podríamos contar en un PC normal y corriente, tenemos que 
jugar con el espacio que se nos ofrece y decidimos mostrar directamente por pantalla los datos 
esenciales, pero, combinando también la disponibilidad táctil de la mayoría de estos dispositivos, 
aprovechamos la separación de elementos para, si el usuario lo requiriera y dependiendo del caso, 
poder acceder a más información con un simple click  en alguno de los múltiples elementos que 
mostraremos  en una tabla corriente. En este caso concreto, mostraríamos los miembros de un 
equipo de emergencia. 
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Figura 48: Interfaz app varios elementos  
 
 
12.1.1.4 Selector de lugares 
 
En el caso concreto de la información sobre lugares donde se pueden registrar incidentes, optamos 
por una vista con un spinner listando todos estos lugares,  y al seleccionar 1 y confirmar con el 
botón inferior, mostrará una ventana emergente con los datos del lugar en cuestión. 
 
 
  Figura 49: Interfaz app selector lugares 




12.1.1.5 Vista intervenciones 
 
Tal y como ocurría en la web, la vista donde visualizamos las intervenciones de la zona de la que 
somos responsables, debe contener mucha información en poco espacio, lo cual lo convertía en un 
mayor rato para el tamaño de las pantallas móviles. Es por eso, que optamos por la siguiente 
solución, que fue la de mostrar de primera mano los datos identificativos de una intervención, así 
como la disponibilidad de un botón para inmediatamente asignar refuerzos. Luego, nos servimos 
de un click  sobre elementos como el identificador de la incidencia o del denunciante para ofrecer 
más información sobre los mismos. Por último, también se habilita en esta vista un  menú para 
acceder a todas las peticiones externas enviadas y recibidas. 
 
 
Figura 50: Interfaz app intervenciones  
 
12.1.1.6 Vista Inbox/Outbox 
 
En el caso de los mensajes recibidos o enviados sobre peticiones entre equipos de emergencia, la 
vista no es más que un muestreo de datos de estas peticiones, pero en el caso de la vista de 
peticiones recibidas, además hemos de ofrecer un mecanismo de respuesta (simplemente sí o no), 
que en este caso será un botón donde se nos ofrecerá una ventana de confirmación que según la 
respuesta generará la resolución de la petición. 
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Figura 51: Interfaz app vista inbox  
 
12.1.1.7 Vista nueva tarea 
 
En el caso de la creación de tareas internas o solicitud de recursos externos tendremos una vista 
similar, solo que con efecto distintos en el sistema, en cualquier caso similares a los que ya 
comentamos en la parte de desarrollo web, por lo que tenemos una vista con el agente al que se le 
quiere asignar tarea (subordinado o equipo de emergencia) más un par de campos de texto para 
titular y explicitar la tarea, además de un botón de confirmación. 
 
 
Figura 52: Interfaz app nueva tarea  




12.1.1.8 Vista datos misión 
 
En el caso de los subordinados, es necesario un mecanismo de muestreo detallado sobre los datos 
de la tarea que les puedan enviar sobre una incidencia concreta, además de detalles sobre la 
propia incidencia. Por eso, en esta vista se ofrece, en primer lugar, información identificativa sobre 
una incidencia, así como botones para complementar información sobre la tarea y para dar por 
concluida la misma. Además, en el menú de esta vista podremos obtener más información sobre el 




Figura 53: Interfaz app datos misión  
 
12.1.2  Interactuación app/base de datos 
 
En el caso de la app móvil, toda la serie de mecanismos desencadenados por la actividad del 
usuario con la interfaz anteriormente comentada, se gestionarán los datos  de  entrada mediante 
métodos definidos en clases JAVA(cuyo cometido es similar al ya definido en la web, con la 
diferencia de que la información se trata a partir de una interfaz en “Android”),entran en contacto 
con los datos requeridos mediante la API REST diseñada en base a toda la estructura desarrollada 
en el framework CodeIgniter. La API no es más que un tipo de controlador, como los anteriormente 
presentados en la parte del diseño del dominio de la web, en el que se incluyen toda la serie de 
funciones necesarias para que la aplicación móvil pueda manejar todos los datos fruto de los casos 
de uso pensados para Android. Como ejemplo pondremos el login de un usuario, donde 
básicamente validamos los datos que se nos facilitan en la vista. 
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Figura 54: Diagrama secuencia app  
 
12.1.3  Aspectos especiales app Android 
 
En este proyecto, son 3 los servicios que decidimos implementar en la aplicación en Android por tal 
de aprovechar las particularidades de los dispositivos móviles. Son los siguientes: 
 
- IncService: Es un servicio ideado para los jefes de equipo. Básicamente consulta cada 5 
segundos la base de datos de incidencias para comunicar, mediante notificación, al propio usuario, 
cada vez que una incidencia nueva sea dada de alta en la zona de influencia que engloba el equipo 
de emergencia dirigido por este jefe de equipo. 
 
- MsgService: Este servicio también está pensado para jefes de equipo, y, con una frecuencia 
similar a la del caso del servicio mencionado antes, el cometido de éste es el de informar al jefe de 
equipo de una nueva petición externa recibida de parte de otro equipo de emergencia. 
 
- TaskService: Por último, tenemos el servicio de aviso de nueva tarea, pensado para 
subordinados, y en el que, básicamente se da aviso al subordinado dado de alta en el sistema 
sobre una nueva tarea asignada por parte de su jefe de equipo. 
 
Además, otro aspecto que se ha aprovechado dadas las particularidades de Android, es que, al dar 
de alta una incidencia, esta envía automáticamente junto a los datos adjuntados en la vista, las 
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12.2  Manual de usuario 
 
En este apartado, explicaremos de forma más literal el uso de nuestra aplicación para todos los 
tipos de actor  que interactuarán el sistema, tanto en la parte web, como en la app. Para ello, 
mostraremos imágenes del mapa de navegación web, así como para la app, y explicaremos el 
recorrido sobre la interfaz de forma detallada, sin  necesidad de recurrir a imágenes de la 
aplicación, pues la interfaz ya ha sido detallada en la parte de diseño de presentación. 
 
12.2.1  Mapa navegación web 
 
La idea de este mapa, es representar la navegación por la web de “SysAlert”, de tal manera que 
nos hagamos una idea de las opciones de menú que tenemos a la vista en cada click de ratón. Así 
pues, y partiendo de la URL http://weboptserv.lsi.upc.edu/sysalert/index.php/manteam/loginmain  
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12.2.2  Manual web 
 
Lo primero que vemos al entrar en la URL de la web arriba mencionada, es, lógicamente el menú 
de Login, que además de ofrecernos el formulario donde validar identificación y contraseña, 
también ofrecerá el botón de registro en el sistema (sólo para usuarios corrientes) en el que 
veremos el formulario donde rellenar los datos al respecto; y un enlace con información referente 
al portal.  
 
Tras validar la sesión introduciendo los datos y haciendo click  en el botón “Login” tendremos 
distintos menús en función del tipo de perfil del usuario que valida sesión. Distinguiendo los 3 que 
describimos a continuación: 
 
 12.2.2.1  Perfil Usuario 
 
En este perfil, el menú principal que vemos a la izquierda de la web se compone de 3 opciones 
únicamente: 
  
- My profile: Donde podemos ver los datos del usuario, modificarlos o solicitar la baja del 
servicio. 
- Alert Management: Se nos muestra el formulario de alta de incidencia, así como otra 
opción para visualizar las incidencias que el propio usuario ha dado de alta en el sistema, e 
información varía sobre su estado. 
- Logout: Salida del sistema. 
 
12.2.2.2  Perfil Subordinado 
 
- My profile: En este apartado, además de mostrarse los datos del usuario y poder 
modificarlos, tenemos la opción de ver datos referentes al equipo al que pertenece la unidad 
subordinada. 
- Alert Manager: Donde además de dar de alta nuevas incidencias, podemos buscar 
basándonos en 3 criterios (ciudad, tipo y estado de la incidencia) entre todas las incidencias dadas 
de alta en el sistema. 
- Mission: Es este apartado donde el subordinado consulta toda la información relativa a la 
misión sobre la que ha de actuar, bajo orden de su jefe de equipo. Así pues, se proporciona en 
primer lugar información identificativa sobre la intervención, así como botones para obtener 
información concreta sobre la tarea(“Task Info”) o para darla por finalizada (“End mission”). 
Además se incluyen opciones para ofrecer más información sobre la incidencia o el denunciante 
dentro la del menú “Mission”. 
- Places: En este apartado, se nos ofrece el listado de lugares de la base de datos del sistema, 
y se nos permite solicitar información sobre los mismos. 
- Resources management: En este submenú se nos permite gestionar todo lo relacionado 
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12.2.2.3  Perfil Jefe Equipo 
 
-   My profile: En el caso del jefe de equipo, este submenú solo incluye la vista de datos del 
usuario, y la modificación. 
- Team mangement: En el caso del jefe de equipo, la gestión sobre los datos del equipo que 
ordena,es total. En este sentido, este submenú incluye el muestreo de datos, la modificación de los 
mismos, la muestra de datos de miembros subordinados al equipo de emergencia ( incluyendo la 
posibilidad de darlos de bajo pulsando el botón “Fire” en la fila correspondiente al miembro a 
eliminar) y, por último  la posibilidad de dar de alta a un nuevo subordinado en el equipo de 
emergencia (“New Member”). 
- Alert Management: Este submenú funciona de igual manera que en el caso del perfil de 
subordinado. 
- Task Management: En este apartado, contamos con una tabla que representa información 
sobre alertas dadas de alta en el territorio de influencia del equipo de emergencia. Es una vista 
que se actualiza automáticamente cada 10 segundos, y que ofrece información extra sobre  
incidentes y denunciantes si ponemos el ratón encima de la celda con la información identificativa 
de incidente y denunciante, respectivamente. Además, se  habilitan listas desplegables para cada 
alerta, con las que cambiar el estado de la intervención, además de botones (“Manage resources”) 
para asignar recursos, ya sean internos o externos. En el mismo submenú “Task Management” se 
ofrecen las opciones de consultar correo de peticiones externas enviadas y recibidas en las 
secciones “Inbox” y “Outbox”. 
-  Places: Con el mismo  objetivo que en el perfil de subordinado. 
- Logout  
 
12.2.3  Manual app 
 
Como ya sabemos de apartados anteriores, las funcionalidades de la app de “Android” son un 
subconjunto de las explicadas en el manual anterior, reduciéndose básicamente a las que 
necesitan una atención más urgente.  
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Figura 56: Mapa navegación app  
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En el caso de la app, navegaríamos de igual manera a nivel funcional que en la web, aunque 
lógicamente los clicks de mouse se verán substituidos por toques de pantalla, y los submenú no se 
verán automáticamente en pantalla, sino que accederemos a ellos con el botón de menú 
correspondiente de cada dispositivo móvil, siendo el submenú abierto igual a las funcionalidades 
descendientes que se muestran en el diagrama anterior, el cual también nos indica el menú y 
pantalla en la que nos encontraremos al realizar retornos a actividades anteriores. 
 
Sobre las alertas diseñadas para la app, decir que su única función es, aparte de dar un aviso, la de 
dirigirnos a la pantalla correspondiente al aviso, lo que conseguiríamos tocando en el mensaje 
generado por el aviso que se dé, dirigiéndonos pues, en el caso del aviso de nueva incidencia, a la 
pantalla de “Task Management”;  en caso de nueva petición externa, nos dirigiría al “Inbox”; y por 
último, en caso de aviso de nueva tarea, nos dirigiría a la pantalla de “Mission”. 
 
12.3  Manual de administrador 
 
De cara a la creación de equipos de emergencia, y mantenimiento de usuarios e incidencias, 
decidimos crear además, un perfil de administrador que mantenga coherencia respecto a estos 
datos, y sirva de “creador” de agentes en el sistema. Para ello, decidimos crear un menú específico 
en este perfil, consistente en las siguientes opciones: 
 
-  User management: Donde podremos gestionar todo lo relacionado con usuarios, sean del tipo 
que sean, tendremos la potestad de consultar, crear, o eliminar. 
 
- Team management: Aquí podremos crear equipos de emergencia, asignándolas por definición un 
jefe de equipo que lo dirija, y también podremos llevar el mantenimiento en general de estos 
equipos. 
 
- Incident management: El cúmulo de alertas dadas de alta por todo tipo de usuarios puede 
alcanzar grandes cantidades, es por esto, que, de tanto en tanto, eliminar alertas defectuosas o 
rechazadas puede ser útil, haciendo interesante entonces esta herramienta de gestión de 
incidencias. 
 
- Place management: La base de datos de lugares con la que contamos en este proyecto requiere  
mantenimiento sobre sus datos para que sean lo más útiles posible a los usuarios, por lo que esta 
herramienta se antoja indispensable para el administrador. 
 
12.4  Instalación 
 




Instalar la web en un servidor es sencillo debido al framework “CodeIgniter”, pues básicamente 
debemos coger la carpeta “SysAlert” donde guardamos todos los datos de la web, y guardarla en el 
directorio correspondiente al host en cuestión. Por ejemplo, en el entorno donde se hicieron las 
pruebas locales de la web, la carpeta con todo el desarrollo de la misma pendía del directorio 
 
C:/xampp/htdocs 
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Sobre la base de datos, deberemos importar el archivo “sysalert.sql” que adjuntaremos en la 
instalación, en donde esté situada la base de datos donde se desea instalar. 
 
Acerca de la app , bastaría con descargarla del propio market, pero al no estar convenientemente 
publicada, podemos ponerla en el móvil de forma manual instalando en primer lugar el driver 
correspondiente al modelo de móvil en el PC, conectarlo al pc en cuestión y o bien desde un 
terminal de comandos( con el SDK de “Android” instalado)  ejecutamos : 
 
Adb install<ruta del fichero.apk> 
 
O bien desde el propio entorno de desarrollo, en nuestro caso, Eclipse, ejecutamos la aplicación en 
el móvil en vez del emulador, provocando su instalación. 
 
12.5  Manual de desarrollador 
 
 
El programario utilizado para desarrollar el proyecto es el siguiente: 
 
-  XAMPP 1.7.7 (servidor web + phpMyAdmin) 
-      Eclipse 3.8.2 (desarrollo app) 
-  Java JDK 1.6.0_22  
- Android SDK 
- Sublime Text 2 (desarrollo web) 
 
Todo esto definiría el entorno en el que se ha desarrollado el proyecto, así pues, si quisiéramos 
desarrollar una nueva funcionalidad para la web, por ejemplo, deberíamos partir del controlador 
desde donde quisiéramos desarrollar la funcionalidad. Si por ejemplo quisiéramos añadir una nue-
va funcionalidad a los usuarios corrientes deberíamos abrir el controlador del archivo: 
 
[ directorio de la web en el servidor ]/application/controller/manuser.php 
 
Es aquí donde podríamos definir la función a la que accederemos luego mediante url, de la forma 
siguiente: 
 
 function example() { 
 
  $this->input->post(‘p1’);  //obtención parámetros,si los hay 
  $this->input->get(‘p2’); 
 
  //Aquí iría todo el código para tratar la información de entrada, 
  Cargas de modelos…etc 
 
  $this->load->view(‘viewex.html’,$data); 
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Desarrollar nuevas funcionalidades para la app en “Android” sería tan sencillo como definir nuevos 
métodos en cualquiera de las clases ya creadas, que generen las llamadas http a la API REST para 
trabajar con la base de datos o incluso definir una nueva clase (con su respectivo layout) que sea 
requerida en algún momento de la ejecución del aplicación. Por ejemplo: 
 
 
public class Example extends Activity { 
 
 public void onCreate(Bundle SavedInstanceState) { 
  
  super.onCreate(SavedInstanceState); 
      setContentView(R.layout.example); 
 





Bastará con asegurarnos que el flujo del programa haga uso de nuestra clase en algún momento 
mediante: 
 
 Intent i = new Intent(this,Example.class); 
 startActivity(i); 
 
Y podremos ver el resultado de nuestro desarrollo. 
