Finding the most valuable and indispensable developers is a crucial task in software development. We categorize these valuable developers into two categories: connector and maven. A typical connector represents a developer who connects different groups of developers in a large-scale project. Mavens represent the developers who are the sole experts in specific modules of the project.
RESEARCH PROBLEM
In a typical software project, there are many different roles such as project manager, software architect and software developer. Software developer is the most prevalent role in a software project, and developer turnover is a critical risk for software projects [10] [17] . Therefore, identifying the valuable and essential developers is a vital and challenging task for project management.
In the book The Tipping Point [12] by Gladwell, the reasons behind word-of-mouth epidemics are discussed. In The Law of Few chapter, he justifies that three kinds of people are responsible for tipping ideas: connector, salesman and maven. Connectors have connections to different social groups, and they allow ideas to spread between these groups. Salesmen have a charisma that allows them to persuade people and change their decisions. Mavens have a great knowledge and thus help people to make informed decisions.
Permission to make digital or hard copies of part or all of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for third-party components of this work must be honored. For all other uses, contact the owner/author(s Since there are traceable links among software artifacts as the connections among people in real life, we propose to use a similar categorization, connector and maven, as described in the book to find the most valuable and indispensable developers in a software project. A typical connector represents a developer who involves in different (sub)projects or different groups of developers. Connecting divergent (sub)projects increases the developer's significance because touching different parts of a project means collective knowledge from different fields. Maven category represents the developers who are masters in details of specific modules in the project. Being the rare experts of specific parts of the source code makes these developers difficult to replace. In the following sections, we hypothesize that the centrality measures and connections in the artifact traceability graph can be used to determine connectors and mavens.
RELATED WORK
Some previous studies examined developer types from different perspectives. Kosti et al. [15] investigated archetypal personalities of software engineers. They chose extraversion and conscientiousness as their main criteria and focused on the binary combinations of them. Cheng and Guo [7] made an activity-based analysis of Open Source Software (OSS) contributors, then adopted a data-driven approach to find out dynamics and roles of the contributors. Also, Crowston et al. [9] examined core and periphery of OSS team communications. Joblin et al. [13] made an empirical study on core and peripheral developers by using count and network metrics. They established evidence that the network-based operationalizations of developer roles outperform count-based operationalizations.
Besides developer types, researchers worked on communication networks of developers. Wu and Goh [19] studied the long term effects of communication patterns on success, and performed experiments about how graph centrality, graph density and leadership centrality affect the success of OSS project. Moreover, Allaho and Lee [4] conducted a social networks (SN) analysis on OSS projects, and found that OSS SNs follow a power-law distribution which means a small number of developers dominates the projects. The researchers, also, tried to find how many developers have to quit the project before a it is incapacitated (i.e. truck factor) [5] [8] [18] .
APPROACH 3.1 Constructing Artifact Traceability Graph
Artifact traceability graphs include software artifacts and the connections among them. We denote nodes for developers, change sets (e.g. commits in Git), source files and undirected edges for commits, reviews, includes relations. Developers can commit or review change sets, and change sets can include a set of source files. Figure 1 shows a sample traceability graph. = 0.8.
Metric Definitions on Graphs
Freeman [11] discusses that betweenness centrality is related with control of communication. Also, Bird et. al [6] used betweenness centrality to find the gatekeepers in the social networks of mail correspondents. Therefore, we hypothesize that betweenness centrality on a developer relation graph can be a measure to find connectors.
For maven type, we need to measure developers' knowledge of the source code. We directly use commit relations between source code files and developers in the artifact traceability graph. We find the files committed by only one developer. Since other developers do not know that file in detail, this relation represents a specific knowledge. Thus, we define mavenness, as the ratio of the number of files changed only by a developer to the total number of files.
High betweenness and mavenness scores would correspond to connectors and mavens respectively. In Figure 1 , D1 and D2 are the mavens, with mavenness scores of 0.5 for D1, 0.25 for D2 and 0 for others. In Figure 2 , D1 and D2 have 0.17 (highest) betweenness score; therefore, they are the connectors.
CASE STUDY
We mined QT 3D Studio Git repository [1] between Oct 6, 2017 and Jul 6, 2018. The dataset contains 33 developers, 941 commits and 3092 files. Each commit has an author and the changed files. Commit messages have reviewer names following Reviewed-by phrase. Secondly, we used the Android dataset mined from Gerrit by Lipcak and Rossi [16] . It includes 372 developers, 4968 commits and 26872 source files from between Oct 24, 2008 and Jan 26, 2012. We constructed the graphs as described in Section 3 by using NetworkX 2.3 [2] for both case studies. Table 1 shows the scores.
For QT 3D Studio, Dev1 and Dev2 have large betweenness centrality scores. Because these scores are calculated on the developer relation graph which has 86% graph density, they show that many shortest paths pass through Dev1 and Dev2. Therefore, they connect people who do not have any strong direct relationship, and they are classical connectors. When it comes to mavenness, Dev4 has the largest score. He is the sole committer of 36% of the files in the project. Because of this we argue for that he is an indispensable member of the team and a typical maven.
Showing that the same metrics work for a project with a large number of artifacts is important to validate our approach. In Android case study, the density of the developer relation graph is 20% that is to say most developers have no direct relation in the graph and the betweenness scores are high for many developers. There are 13 developers having betweenness scores between 0.11 and 0.55, but we can say that the first 4 developers Dev5, Dev6, Dev7 and Dev8 are the connectors because of their higher betweenness centrality values. Also, %64 of source files in the project are committed by Dev9, Dev10 and Dev11; therefore, they are mavens.
There is no ground truth or findings about the same categorization on the same datasets to compare our results, however we can say that our findings correspond to the conclusions of Allaho and Lee [4] . They claim that the OSS SNs follow a power-law distribution, and our results show that a small group of developers pervade and dominate the project. Also, Agrawal et al. [3] assert that most projects, particularly medium to large projects, depend on hero developers which are mavens and connectors in our case.
FUTURE WORK
Although we conducted two case studies with thousands of commits and hundreds of developers, our method and metrics cannot be generalized. As future work, we recommend to (1) make further case studies for both OSS and proprietary projects by using similar categorization described in this paper and datasets with more artifact data such as issue and test history; (2) conduct a survey among developers to find the golden set of mavens and connectors to validate this approach; (3) cluster developers using traceability graph and find categories by interpreting the clusters; and (4) use graph convolutional networks to classify developer nodes in a semi-supervised manner [14] .
