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Abstract
A typical activity in the object-oriented software engineering process involves the construction of a class
structure in terms of which the system behaviour is to be speciﬁed. The behaviour, however, commonly
consists of multiple tasks, each of which usually needs only part of the information available in that class
structure. Additionally, a diﬀerent representation of the required information may be appropriate. There-
fore, it would be useful to be able to have multiple views on the global class structure, each being suitable
for the speciﬁcation of the behaviour related to a certain task. This paper introduces a(MDÆ)2, a tech-
nique to realise such a strategy. It incorporates OCL as a powerful query language and advocates a model
driven development process which relieves the developer from the burden of manually writing a considerable
amount of tedious and error-prone code.
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1 Introduction
The use of object-oriented techniques in software engineering yields quite a few
advantages, among which understandability and maintainability. More speciﬁcally,
the fact that reality can be described intuitively in terms of communicating objects
can be taken advantage of. Using D. Norman’s terminology [8], the mental model,
which is the representation of reality in a person’s mind, could be considered to have
object-oriented characteristics. Therefore, the gap between the mental model and
an OO software model should be smaller than in other approaches. However, in
practice the gap can still be inconveniently large. Indeed, the system encapsulates
several concerns, a term deﬁned very broadly (and close to its dictionary meaning)
as “something” of importance to “someone” involved in the system. More concretely,
each use case or task the system is supposed to carry out, can be seen as a concern.
In order to maximise understandability and maintainability, the software system
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<<baseclass>>
Schedule
-slotMap : HashMap
+scheduleCourse( slot : Integer, course : Course )
+print()
<<baseclass>>
Course
-name : String
+conflicts( c : Course ) : Boolean
<<baseclass>>
Teacher
-name : String
<<baseclass>>
Student
-id : Integer
takeCourses
+courses
0..*
+participants
0..*teachCourses
+courses
0..*
+teacher
1
scheduleCourses
+schedule 1
+courses 0..*
Figure 1. OO software model of a course scheduling application
should be modularised in such a way that diﬀerent concerns can be speciﬁed as
independently as possible, a principle often referred to as separation of concerns
[24].
Every concern involves certain communicating objects, abstractions of which
should correspond to entities in the software model. Unfortunately, the abstractions
which are ﬁt for one concern, are not necessarily equally adequate for another one.
For example, in a real estate context, one concern might need to distinguish between
properties based on their price class, while another one could care more about their
vacancy. Therefore, a model of the complete system should actually be seen as some
kind of compromise, an attempt to provide as convenient abstractions as possible
for each concern at the same time, without introducing any ambiguities. In other
words, one object-based decomposition must be chosen which has to do for the spe-
ciﬁcation of all tasks, a phenomenon also known as the “tyranny of the dominant
decomposition” [6]. This is why, according to R. Brooks, the diﬃculty in program
comprehension lies in the reconstruction of the mapping between the problem do-
main and the program domain [3] or, equivalently, between the mental model and
the software model. Thus, the notion of separation of concerns was later extended
to multi-dimensional separation of concerns [32] to stress the fact that, ideally, de-
composition criteria used for one concern should not inﬂuence the decomposition
criteria for another one.
Consider a very simple OO software model of a course scheduling system [17],
as shown in ﬁgure 1. It contains entities such as courses, students participating in
courses, and teachers. The purpose of the system, as its name suggests, is to produce
a schedule where each course is assigned a time slot so that no two courses which are
either taught by the same teacher, or taken by the same student, are scheduled at the
same time. Suppose the developer responsible for implementing the scheduling task
would like to do so by means of a graph colouring algorithm. Such an algorithm is of
course expressed in terms of nodes and edges, where in this case nodes correspond
to courses, while edges correspond to a combination of two courses which should
not be assigned the same time slot. Each node will then be assigned a colour, so
that no two nodes connected by an edge end up with the same colour. Finally,
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<<role>>
Node
-colour : Integer
+print()
<<role>>
Edge
+print()
nodesOfEdge +nodes
2
+edges
0..*
Figure 2. OO software model for the graph colouring task
courses of which the corresponding nodes are assigned diﬀerent colours, should also
be allocated diﬀerent time slots in the course schedule.
While the entities in the OO software model of ﬁgure 1 are probably adequate
for tasks like subscribing students to courses or assigning teachers the courses they
should teach, the model is clearly suboptimal in the context of the scheduling con-
cern. Indeed, the mental model of the latter makes abstraction of the fact that
there are courses involved, and should include “Node” and “Edge” entities instead.
Therefore, a model such as the one displayed in ﬁgure 2 would probably be more
appropriate.
In conclusion, an interesting way to improve program comprehension would be to
allow the speciﬁcation of tasks (i.e. behaviour) in terms of the entities most adequate
for that speciﬁc task, thus endorsing the idea of multi-dimensional separation of
concerns. This should have a double positive eﬀect on understandability, as not only
would it narrow the gap between mental and software model, but the implementation
of the behaviour of a certain concern would result in easier code as well if it can
make use of an optimal software model for that concern.
Although the idea of using multiple models to match diﬀerent concerns is not
necessarily new (as will be pointed out in section 3), the real challenge is in making
sure the cost of the extra work which is required to specify how all these models are
related to each other does not outweigh the beneﬁts of the concept.
This paper presents a(MDÆ)2, a model driven, OCL-based approach aiming
to support multi-dimensional separation of concerns, while minimising additional
complexity. It is structured as follows: First, the proposed solution will be discussed
in detail and illustrated by means of the course scheduling example which was already
brieﬂy introduced above. Next, there will be an overview of related work, ﬁnally
followed by some issues to take care of in future work as well as some concluding
remarks.
2 Proposed Solution
2.1 Conceptual
As mentioned earlier, the basic idea in a(MDÆ)2 is that behaviour related to a
certain concern should be speciﬁed in terms of the entities which are most suitable in
that case. But while there is a clear separation of concerns with regards to behaviour
that way, the same can not be said about data. Indeed, it is obviously inevitable
that considering data, there is a substantial overlap between all the concerns. After
all, together they do constitute one and the same software system and if there were
several completely separated data structures, that clearly would not be the case.
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<<role>>
Edge
{context Course
inv: Course.allInstances()->product(
Course.allInstances())->select(
c | c.first.conflicts(c.second))}
+print()
<<baseclass>>
Course
(coursescheduling.basemodel)
+conflicts( c : Course ) : Boolean
<<role>>
Node
{context Course
inv: Course.allInstances()}
-colour : Integer
+print()
nodesOfEdge
{context Edge
inv: self.getCourse()->
collect(c | c.get_coursescheduling_graphview_node())}
+nodes
2
+edges
0..*
NodeIsCourse
<<view>>
+course
1
+node 1
EdgeIsCourses
<<view>>
+edge0..*
+course
2
Figure 3. OO software model for the graph colouring task
Consequently, it would seem like a good idea to have one centralised OO de-
composition of the problem domain (call this the base model (BM)), and deﬁne any
other decompositions as derivations hereof. That way, each derived entity is a view
on one or more entities of the base model, much like the (updatable) view concept in
(OO) databases [29]. The derived decompositions will serve as a starting point for
the speciﬁcation of behaviour and shall be called role models. So each entity in such
a role model, apart from deﬁning a view on the BM, is also a role, meaning that it
directly takes part in the behaviour speciﬁcation related to the concern associated
with that role model. This role is “played” by the BM entities which are involved
in the view. It is worth noting that a role model is not necessarily a decomposition
of the entire problem domain. Rather, it might ignore certain entities if these are
judged to be irrelevant in that case. This, of course, does not hold for the base
model.
Recalling the course scheduling example from section 1, the OO software model
in ﬁgure 1 could serve as the base model, since it contains all entities necessary for
the speciﬁcation of the complete application. The model for the graph colouring
concern would then be a role model, of which the entities are all deﬁned in terms of
BM entities. This is shown in ﬁgure 3; Since both BM and role models are essentially
class-based OO models, a(MDÆ)2 supports UML [22] as its modeling language,
especially since the latter includes an extension mechanism in the form of proﬁles.
A proﬁle is a collection of stereotypes and/or tagged values, which conceptually
extend UML model element deﬁnitions for a speciﬁc purpose. The <<baseclass>>
stereotype, for example, denotes that a UML class is part of the BM, while in role
models the <<role>> stereotype is used to indicate that an entity is in fact derived
from the BM. Exactly which BM entities are involved with a certain role, can be
deduced from associations marked with the <<view>> stereotype.
The view relation between a role model entity and the BM is expressed as an
OCL 2.0 [23] query and modeled by means of a UML constraint, as can be seen on
the “Edge” and “Node” roles. Associations between roles are deﬁned by a similar
query, where special methods are provided in order to navigate to the BM and back
if necessary. The “nodesOfEdge” association, for example, declares that each edge,
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// subscription phase
Course c = new Course(“mathematics”);
...
Student s = new Student(“s854352”);
c.subscribe(s);
...
// graph colouring phase (e.g. in a method in Schedule class)
Collection nodes = GraphViewManager.switchTo();
for (Iterator i = nodes.iterator()) {
Node n = (Node) it.next();
n.setColour(...); // calculate appropriate colour for each node
}
Figure 4. Example code for the course scheduling example
which is mapped to two courses c1 and c2 in the BM, should be associated with the
two nodes which map onto c1 and c2.
An advantage of the use of OCL is the fact that it provides the ability to express
complex view deﬁnitions. This is illustrated in the case of the “Edge” role, where the
OCL query states that an edge is a tuple of two courses (denoted by the “product”
operator, which has cartesian product semantics), which satisfy a certain condition.
This is a signiﬁcant advantage over approaches where only trivial mappings, like
one-to-one mappings between a role and a BM class, are allowed (for examples of
such approaches, see section 3).
Note that, so far, only platform-independent models have been mentioned. From
these models, source code for a speciﬁc platform (e.g. Java) can now be generated
using a code generation process on which more details will be given in section 2.2.
Hence, a(MDÆ)2 ﬁts well into the model driven engineering paradigm. The most
important consequence of this is that the developer does not need to worry about
the details of how the mappings between role models and BM are maintained, and
can just concentrate on specifying the behaviour in terms of the entities he ﬁnds
most appropriate.
The developer, however, does have the responsibility to activate the role model
he would like to work with by means of a method call to a special switch manager
class. Behind the scenes, this switch manager will assure that the mappings to
that speciﬁc role model are up-to-date, and that instances of the involved roles are
made available. Chances are that the required information to perform these view
switches in a fully automated way won’t be available most of the time. It could
for example be convenient to use a diﬀerent variable name for a collection of graph
nodes, than for a collection of courses. Besides, nothing guarantees that a collection
of all courses is even used during the “subscription” task. On the other hand, it
may be useful to pass a certain role instance from role model A to role model B as
a starting point (after applying a diﬀerent wrapper of course), as opposed to just
“forgetting” all variables and forcing the execution of queries on the new role model
in order to continue. Therefore, even though an investigation of which possibilities
for switching to a new role model should be oﬀered is considered future work, the
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Model Transformation
BM (UML)
JMI-PSM (UML)
UML2MOF
JMI-PSM (MOF)
RM’s/Views (UML)
MDR JMI generation (ant)
<< wrap >>andromda-amda
<< OCL >>
Wrappers
 (Instantiable Java Classes)
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Interfaces
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<< call/integrate >>
PIM
MDR Custom
Implementations
<< implement >>
andromda-amda
YATL4MDR Role Model
Manager ("switch"
functionality, ...)
Figure 5. Code Generation Process
introduction of an explicit method call seems warranted.
An example of such a view switch can be found in ﬁgure 4, where, ﬁrst, a number
of students are subscribed using the BM entities. Next, whenever the developer
decides to implement the graph colouring part, a switch call (marked in bold) is
executed, after which the appropriate roles are made available.
Note that object creation statements (containing the new keyword), are only
allowed for BM entities. Roles are automatically created during a view switch,
depending on the current state of the BM. This means that creation of BM entities
may have an indirect inﬂuence on the results of the view switching process.
2.2 Implementation
In order for a(MDÆ)2 to provide the code generation capabilities already brieﬂy
mentioned in the previous section, a tool chain was constructed. An overview of the
tools involved in this process, as well as the input they require, is displayed in ﬁgure
5. A ﬁrst important observation is that, in order to support a querying mechanism,
some sort of database-like repository is needed to store all objects, as well as a
query engine compatible with that repository. For this purpose the YATL4MDR
OCL engine [7] was chosen, which operates on Sun’s MetaData Repository (MDR
[19]). The latter is in fact a model repository, typically used to hold models and
metamodels, which reside at levels M1 and M2 of the MOF metadata architecture
[21]. However, nothing prevents it from storing objects at the instance-level (M0),
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as is needed in this case. The M1-model describing the structure of these instances
is then treated as if it were an M2-metamodel, that is, a MOF instance. Since MOF
is basically a subset of UML, and includes all constructs which are necessary in this
context, this causes no problematic consequences.
Being a MOF compliant model repository, MDR expects a MOF compliant XMI
format as its input. Therefore, the BM as well as all role models, which are in
fact UML models, are processed by the UML2MOF transformation tool which is
included in the MDR distribution and handles this conversion. Afterwards, MDR
is instructed to generate Java interfaces in order to provide program-level access
to its content, by means of the JMI standard [18]. As it would not be desirable
to expose the developer to these kinds of speciﬁcs, a(MDÆ)2 includes a cartridge
for the AndroMDA [2] code generator, which is responsible for the generation of
wrappers, eﬀectively shielding this complexity.
Finally, a switch manager class is generated for each view, which provides the
view switch call, and is responsible for executing OCL queries (by calling the
YATL4MDR OCL engine) and processing the results.
Note that this is where the model driven aspect really pays oﬀ. Requiring a
developer to write all the wrappers and the manager class himself, would come
at an unacceptable cost. By introducing a number of models at a high level of
abstraction, a considerable amount of technical details related to view management
can be deduced automatically, and incorporated in the generated code.
Also note that the main consequence of using OCL/MDR as a query mechanism,
is that the instances of all modeled entities (classes from the base model, as well as
roles) reside in a repository during the whole program lifecycle.
3 Related Work
The concepts of multi-dimensional separation of concerns and hyperspaces [32],
which originated in the subject-oriented [10] community, are basically an attempt to
tackle the same fundamental problem as the one discussed in this work. The idea is
that an appropriate class hierarchy is constructed for each concern, which serves as
a base for the speciﬁcation of the business logic relevant to every concern. This way,
the problem domain is decomposed several times, while concentrating on diﬀerent
priorities (one could say the system is decomposed along multiple axes, hence the
term multi-dimensional). A meta-language is used to indicate which entities in the
diﬀerent concerns match. This information is then fed as input for a compilation
step, where everything is woven together, resulting in a complete implementation
of the whole system. From a conceptual point of view, the meta-language actually
describes the overlap between concerns. Harrison et al. also implemented their
ideas in tools such as Hyper/J [32] and the Concern Manipulation Environment
(CME) [11], which are often classiﬁed as belonging to the ﬁeld of aspect-orientation
[15]. The main diﬀerence with more conventional aspect-oriented tools such as
AspectJ [14] lies in the fact that AspectJ distinguishes between a base program
and aspects. More speciﬁcally, an aspect, which describes a concern, contains
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information as to how it should be “attached” to the base program. In the case of
Hyper/J and CME, on the other hand, no distinction is made between the concerns,
and a separate artifact is used to describe the weaving. In other words, the ﬁrst
strategy is asymmetric, while the other one is symmetric.
Looking at the basic problem as described in section 1, the idea of specifying
each concern separately and independently, and then weaving them together based
on where they overlap, does seem to be a natural candidate solution. Consequently,
it should not be surprising that many others have concentrated on variations of this
approach. S. Clarke [5] for example, shifts the idea to a higher level of abstraction,
above the code. In an MDA [20] context, this could be referred to as the PIM-level.
She uses UML as the modeling language, and a combination of template parameter
binding and explicit composition directives to drive the composition process.
R. France et al. [27], also operate at an abstraction level above the code, and
apply the idea to non-functional concerns (i.e. not related to business logic), such
as security, fault tolerance or safety. They basically extend the UML metamodel
to include e.g. security-related metaclasses, which they call roles. Afterwards, the
business logic can be “annotated” to include security functionality, by indicating
which metaclasses should be instantiated in the business logic.
The term “roles” was borrowed from the concept of role modeling, arguably
introduced by T. Reenskaug [30], although there is quite some more work on
this topic [26,16,25,9]. The idea is that concerns are speciﬁed in terms of
roles, which represent the relevant entities in that case. These roles are then
“played” by OO classes, thus integrating them to become a whole, but the ex-
act way the role models should be composed is more often than not left undiscussed.
The main problem with the “weaving” approaches mentioned so far is, perhaps
not unexpectedly, the weaving speciﬁcation itself. Typically, a ﬁxed set of constructs
(called meta-language above) is made available to express the relations between
all concerns. However, this often lacks ﬂexibility, especially when things get more
complicated than identifying two matching entities belonging to diﬀerent concerns.
This has been recognised among others by M. Mezini and K. Ostermann, who took
this opportunity to develop the Caesar approach [17]. The most important diﬀerence
compared to the previously mentioned approaches is the fact that the concerns are
no longer compiled away, but maintained at runtime. More speciﬁcally, speaking
in terms of roles, roles are present in the form of wrappers, and during program
execution, objects are wrapped and unwrapped depending on which task is being
accomplished at that moment, and which roles were deﬁned for it. This is actually
very similar to what is called ﬂuid AOP by G. Kiczales [13]:
“Fluid AOP involves the ability to temporarily shift a program [...] to a diﬀerent
structure to do some piece of work with it, and then shift it back.”
The most important disadvantage of Caesar, however, is the fact that the developer
is supposed to write and handle wrappers all the time, at what could be called a
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rather low level of abstraction. There is other work following a comparable, dynamic
approach to role modeling [25,31,12], but most of these fail to support ﬂexible map-
pings between roles and objects. In the example on course scheduling for instance,
the scheduling task is implemented by means of graph colouring. “Edge” is an ob-
vious candidate for a role in that case, but its mapping is less straightforward: An
edge role is played by a combination of two course objects which are in conﬂict with
each other. While Caesar apparently supports this level of complexity, the other
work mentioned above does not.
The only work to the author’s knowledge which even mentions a model driven
strategy, is by O. Caron et al. [4], where EJB is used as a target platform, but it is
not elaborated. Moreover, it does not support ﬂexible mappings once again.
Finally, the concept of (updatable) views is also present in the world of OO data-
bases [28,29], and an OODB system could therefore be seen as a viable alternative
to an OCL engine as far as handling of view relation queries is concerned. However,
the number of implementations is very limited, let alone open source, and at best
they lack suﬃcient ﬂexibility.
4 Future Work
As indicated earlier, a topic which should be investigated in the relatively short
term, is the ﬂexibility of view switching. In theory, just performing the switch in
the repository is suﬃcient, provided the developer has access to the OCL engine,
since that would allow him to collect the necessary role objects from the new role
model, and continue. However, it may be possible to reduce the number of useful
queries in such case to a few categories, and just provide diﬀerent methods for these
in the switch manager class. After all, oﬀering unrestricted access to the OCL
engine would allow for the execution of any query, potentially defeating the idea of
concentrating on one role model for each concern.
A diﬀerent, slightly related, but more fundamental question is whether the fact
that only one role model is activated at a time, would not lead to problems during
the creation of certain kinds of software systems. Especially in cases where diﬀerent
tasks inﬂuence each other signiﬁcantly, it may be necessary to have several active
role models at the same time. Typical non-functional aspects, such as security,
persistence or logging come to mind here. In that perspective, a weaving approach
might still be the better way to go. Then again, the two strategies might turn out
to be complementary, rather than mutually exclusive.
Another issue concerns object deletion. Indeed, since objects reside in a repos-
itory all the time, they are ignored by the garbage collector, and an explicit call
is needed to actually remove them. This is somewhat unfortunate, as it causes a
divergence from the classic Java programming model. On the other hand, it could
turn out to be an advantage, considering it may be cumbersome to keep the base
model entities in scope when working with role model entities.
Also, inheritance has not been mentioned so far, and although its incorporation
would not necessarily cause many additional problems, it still deserves a closer look.
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It is worth mentioning that, as an alternative to YATL4MDR, the Kent OCL
Engine [1] includes a bridge to plain Java, eﬀectively enabling the evaluation of OCL
constraints without requiring a repository. However, the authors mention several
serious issues, such as the lack of a translation of the allInstances operator since
there is no easy way to fetch all instances of a Java class. Code generation may
once again oﬀer a solution though, because it could provide some bookkeeping code
in order to keep track of all role and base class instances. This would eliminate
the need for MDR as well as the base class wrappers, and would probably have a
beneﬁcial eﬀect on performance.
Finally, at some point, larger case studies should be applied in order to validate
whether the eﬀort of software development is really reduced, or at least if it enhances
comprehensibility, which should then reduce evolution eﬀorts.
5 Conclusion
This paper presents a(MDÆ)2, a model driven approach to multi-dimensional separ-
ation of concerns which allows for the speciﬁcation of the behaviour of each concern
in terms of the entities which are judged to be most appropriate for that concern.
To this end, one base model (BM) is constructed, quite similar to a typical OO class
structure, as well as several role models, which deﬁne views on the BM.
The main contributions of this work are in the combination of:
• Support for ﬂexible view mappings, by means of OCL queries
• A model driven development process, where code generation shields the developer
from the complexity introduced because of the querying support
In the end, hopes are that the a(MDÆ)2 approach will allow for better code com-
prehension and a reduced eﬀort to write programs in the ﬁrst place.
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