In type-theoretic research on object-oriented programming, the issue of "covarianceversus con- In type-theoretic research on object-oriented programming, the issue of "covariance versus contravariance" has been, and still is, the core of a heated debate. The discussion goes back, in our ken, to at least 1988, when L6cluse, Richard, and V61ez used "covariant specialization" for the methods in the 02 data model [L6cluse et al. 1988] .
Since then, it has been disputed whether one should use covariant or contravariant specialization for the methods in an object-oriented language.
The fact that this debate is still heated is witnessed by the excellent tutorial on object-oriented type systems given by Michael Schwartzbach at the last POPL conference [Schwartzbach 1994] Gluseppe Castagna the "covarianceversus contravariance" issue as akeyexample of the specificity of object-oriented type systems. In this short note we argue that the choice between covariance and contravarianceis a false problem.
Covariance and contravariance characterize two completely distinct mechanisms: subtyping and specialization. The confusion of the two made them appear mutually exclusive.
In fact, covariance and contravariance are not conflicting views but distinct concepts that can be integrated in a type-safe formalism. Finally, we argue that it would be an error to exclude either of them, since then the corresponding mechanism could not be properly implemented. This result is clear in the model of object-oriented programming defined by
Giuseppe Longo, Giorgio Ghelli, and the author in Castagna et al. [1995] ; it is already present in Ghelli's seminal work [Ghelli 1991] , and it is somehow hidden in the work on OBJ [Goguen and Meseguer 1989; Jouannaud et al. 1992; Marti-Oliet and Meseguer 1990] . In these notes we want to stress that this result is independent of the particular model of object-oriented programming one chooses, and that covariance and contravariance already coexist in the record-based model proposed
by Luca Cardelli in Cardelli [1988] , and further developed by many other authors (see the collection [Gunter and Mitchell 1994] for a wide review of the record-based model).
The article is organized as follows. In Section 2, we recall the terms of the problem and we hint at its solution.
In Section 3, we introduce the overloading-based model for object-oriented programming and give a precise explanation of subtyptng and spectalazatzon.
We then show how and why covariance and contravariance can coexist within a type-safe calculus. We use this analysis to determine the precise role of each mechanism and to show that there is no conflict between them. Section 4 provides evidence that this analysis is independent of the particular model by revealing the (type-safe) covariance in the record-based model. Section 5 contains our conclusions and the golden rules for the typesafe usage of covariance and cent ravariance. We assume that the reader is familiar with the objects-as-records model of objectoriented programming and is aware of the typing issues it raises. The presentation is intentionally kept informal: no definitions, no theorems. It is not a matter of defining a new system but of explaining and comparing existing ones: indeed, all the technical results have already been widely published.
THE CONTROVERSY
The controversy concerning the use of either covariance or contra~-ariance can be described as follows.
In the record-based model. proposed b>-Luca Cardelli in 1984 [Cardelli 1988 ], an object is modeled by a record, w-hose fields contain all the methods of the object and whose labels are the corresponding messages that invoke the methods. An object can be specialized to create a new object in two different ways: either by adding new methods -i.e., new fields-or by redefining the existing ones -i.e., overriding old methods. 1 A specialized object can be used wherever the object it specializes can be used. Suppose we have defined a method equal for these objects, which compares the object at issue with another object of the same type. This equal method has type T x T -i Bool for the object 01 and S x S --+ Bool for the object 02. In the record-based approach, the fields labeled equal will have the type T --+ Bool in 01 and 5' --+ Bool in 02 since the method belongs to the object, and thus it already knows its first argument, usually denoted by the keyword self.
If the contravariant rule is used, the type associated with equal for S-objects is not Objective-C; they are the arguments of an n-ary generic function in CLOS, 3 and they are surrounded by parenthesis in C++. Now (and here we enter the core of our discussion) the type (or class) of the actual parameters of a message may or may not be considered in the run-time selection of the method to execute. For example in CLOS, the type of each argument of a generic function is taken into account in the selection of the method. In C++, Smalltalk, and Objective-C, no arguments are considered: the type of the receiver alone drives the selection.4
In the following sections, we formally show that given a method m selected by a message with parameters, when m is overridden, the parameters that determine the (dynamic) selection must be covariantly overridden (i.e., the corresponding parameters in the overriding method must have a lesser type).
Those parameters that are not taken into account in the selection must be contravariantly overridden (i.e., the corresponding parameters in the overriding method must have a greater type). . 435 problem in the overloading-based model [Castagna et al. 1995] since in this model the covariance-contravariance issue has a clearer formalization. In Section 4 we will discuss the record-based model.
The idea in the overloading-based model is to type messages rather than objects.
More precisely, we assume that messages are special functions composed of several (ordinary) functions: the methods. When a message is sent to an object of a given class, the method defined for objects of that class is selected from among those composing the message. The object is passed to the selected method, which is then executed. This model is quite natural for programmers used to languages with generic functions such as CLOS or Dylan [Apple Computer Inc. 1992 Because of subtyping, the type of N in (*) may not match any of the U% but just be a subtype of one of them.
In this case, we choose the branch whose U% "best approximates" the type of N, More precisely, if the type of N is U, we select the branch h such that uh = min{U% IU < U,}.
In our system, not every set of arrow types can be considered an overloaded type, however. In particular, a set of arrow types {U, +~}ac, is an overloaded type if and only if for all i, j in I it satisfies these two conditions:
( 1987] ). These encodings can be found in Castagna [1994] .
Conditions
(1) and (2) is "compatible" with the subtyping relation on the corresponding representation types. One method that we could include in the definition of 2DPoint is norm = sqrt(self .X-2 + self .y"2)
where self denotes the receiver of the message, We may override this method in 3DPoint with the following method norm = sqrt(self .x'2 + self .y"2 + self z-2) .
In A&, these methods are written as a two-branch overloaded function:
where e is omitted for brevity.
The type of this overloaded function is { 2DPoint + Real , 3DPoint~Real}.
Note that self becomes in A& the first parameter of the overloaded function, i.e., the one whose class determines the select ion. In this framework, the inheritance mechanism is given by subtyping plus the branch selection rule. If we send a message of type {Cz -+ T%}t~l to an object of class c, then the method defined in the class mini= l,,n{C, IC~C,} will be executed. If this minimum is exactly C, then the receiver uses the method defined in its own class; if the minimum is strictly greater than C, then the receiver uses the method that its class, C, has inherited from the minimum. Note that the search for the minimum corresponds exactly to Smalltalk's "method look-up," where one searches for the least superclass (of the receiver's class) for which a given method has been defined. In the context of this article, however, the most notable advantage of using overloaded functions is that it allows multiple dispatch.7 As we hinted in the previous section, one of the major problems of the record model is that it is impossible to combine satisfactorily subtyping and binary methods (i.e., methods with a parameter of the same class as the class of the receiver). i.e., a law that programs must observe.
Since these arguments are still somewhat too abstract for object-oriented practitioners, let us write them in "plain" object-oriented terms as we did at the end of Section 2. A message may have several parameters, and the type (class) of each parameter may or may not be taken into account in the selection of the appropriate method.
If a method for that message is overridden, then the parameters that determine the selection must be covariantly overridden (i.e., the corresponding parameters in the overriding method must have a lesser type). Those parameters that are not taken into account for the selection must be contravariantly overridden (i.e., the corresponding parameters in the overriding method must have a greater type). How is all this translated into object-oriented type systems? Consider a message m applied (or "sent") to n objects el . . . en where e% is an instance of class C%. Suppose we want to consider the classes of only the first k objects in the method selection process. This dispatching scheme can be expressed using the following not at ion: m(el, . . ..eklek+l. en), en).
If the type of m is {S, --i Ti },=1, then the expression above means that we want to select the method whose input type is the min,e I {S', [ (Cl x . . . x Ck) < St} and then to pass it all the n arguments. 
COVARIANCE IN THE RECORD-BASED MODEL
We said in the previous section that covariance must be used to specialize the arguments that are taken into account during method selection. In record-based models, no arguments are taken into account in method selection: the method to use is uniquely determined by the record (i. e., the object) that the dot selection is applied to. Thus in these models, it appears that we cannot have a covariance condition.
Strictly speaking, this argument is not very precise, since the record-based model does possess a limited form of "covariance" (in the sense of a covariant dependency that the input and the output of a message must respect), but it is hidden by the encoding of objects. Consider a label 4. By the subtyping rule for record types, if we "send" this label to two records of type S and T with S s T, then the result returned by the record of type S must have a type smaller than or equal to the type of the one returned by T. This requirement exactly corresponds to the dependency 11 but its form is much more limited be expressed by the covariance condition (2), cause it applies only to record types (since we "sent" a label), but not to products (i.e., multiple dispatch) nor to arrows. We may see this correspondence bY treating a record label~as a potentially infinitely branching overloaded function that takes as its argument any record with at least a field labeled by t and returns a value of the corresponding type:
e : { ((i?:7')) + T }7'eTypes Note that this treatment respects the covariance condition (2) since ((P: T))( (L: T')) implies T S T'. Though, all the types of the arguments are records of the same form; no other kind of type is allowed. Hence record-based models possess only a limited form of covariance, an "implicit" covariance.
However the idea is that "explicit" covariance without multiple dispatching does not exist. Actual record-based models do not possess multiple dispatching. This lack does not mean that the analogy "objects as records" is incompatible with multiple dispatching, however. The problem is simply that the formalisms that use this analogy are not expressive enough to model it. In the rest of this section, therefore, we show how to construct a record-based model of object-oriented programming using the MZcalculus, i.e., we use A& to describe a model in which objects will be modeled by records. In the model we obtain, it will be possible to perform multiple dispatch, and hence we will recover the covariance relation. Thus, we will have shown by example that covariance and contravariance can cohabit in type-safe systems based on the analogy of "objects as records. " The key point is that records can be encoded in A&. By using this encoding, we where Y is the fixpoint operator (which is encodable in A&: see Castagna [1994] ).
The type safety of expressions having the types above is assured by the type safety of the A&-calculus. Indeed, the type requirements for specializing methods as in the case above can be explained in a simple way: when specializing a binary (or general n-ary) method for a new class C' from an old class C, the specialized method must specify not only its behavior in the case that it is applied to an object of the the new class C', but also its behavior in the case that it is applied to an object of the old class C. Going back to our example of Section 2, this is the same as saying that when one specializes the class of natural numbers from the real numbers, then type safety can be obtained by specifying not only how to compare a natural number to another natural number, but also how to compare it to a real number. The conclusion is that in the record-based approach, specialization of functional fields is done by using (contravariant) subtypes, but to make specialization type-safe and convenient with binary (and general n-ary) methods, we must more accurately specialize binary (and general n-ary) methods by defining their behavior not only for the objects of the new class, but also for all possible combinations of the new objects with the old ones. 1995b] ).
Finally, we want to stress that, in this record-based model, covariance and contravariance naturally coexist. This is not apparent in the example above with equal since all the branches of equal return the same type Bool. To see that the two concepts coexist, imagine that instead of the method for equal we had a method add. Then we would have objects of the following types: The various branches of the multimethod15 add in 3AddPoint are related in a covariant way, since the classes of their arguments determine the code to be executed. overloaded functions has allowed us to expose the covariance hidden in records.
As an aside, we have shown that the A&-calculus can be taken as the basic calculus both of an overloading-based and of a record-based model. With it, we not only obtain a more uniform vision of object-oriented type theories but, in the case of the record-based approach, we also gain multiple dispatching, which is, we believe, the solution to the typing of binary methods.
To end this note we give three "golden rules" that summarize our discussion.
The Golden Rules
(1) Do not use (left) covariance for arrow subtyping,
(2) Use covariance to override parameters that drive dynamic method selection.
(3) When overriding a binary (or n-ary) method, specify its behavior not only for the actual class but also for its ancestors.
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