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Povzetek
Naslov: Razvoj decentraliziranih aplikacij na platformi Ethereum
Avtor: Aljazˇ Kozˇelj
V diplomski nalogi smo opisali osnovne koncepte decentraliziranih aplikacij
in decentraliziranega hranjenja podatkov. Proucˇili smo tehnologije Ethe-
reum, BigchainDB in Oraclize. Primerjali smo decentralizirane aplikacije
z modernimi oblacˇnimi aplikacijami ter decentralizirane podatkovne baze s
klasicˇnimi podatkovnimi bazami. Ugotovili smo, da decentralizirane aplika-
cije in podatkovne baze omogocˇajo uporabniku vecˇji nadzor pri uporabi in
so bolj odporne na izpade, cenzuro ter regulacijo. Nadalje so decentralizi-
rane aplikacije omejene pri svoji hitrosti izvajanja in kompleksnosti kode v
poslovni logiki. To je posledica pocˇasnih potrjevanj transakcij in cene izva-
janja kode v verigi blokov. Omejitve imajo tudi pri pridobivanju podatkov
izven verige blokov, saj koda v verigi blokov ne more neposredno dostopati do
zunanjih podatkov. Identificirane omejitve je potrebno nasloviti pri razvoju
decentraliziranih aplikacij, kar smo nazorno prikazali na prakticˇnem primeru.
Kljucˇne besede: decentralizirana aplikacija, decentralizirana podatkovna
baza, orakel, Ethereum, BigchainDB, Oraclize.

Abstract
Title: Decentralized application development on Ethereum platform
Author: Aljazˇ Kozˇelj
In the diploma thesis we described the basic concepts of decentralized applica-
tions and decentralized data storage. We studied the Ethereum, BigchainDB
and Oraclize technologies. In this work we carried out a detailed comparison
between decentralized applications and cloud native applications, together
with decentralized databases and classic databases. We discovered that de-
centralized applications and databases give the user more control, while being
more resistant to faults, censorship and regulation. During our work, we re-
alized that the current decentralized applications are limited at execution
speed and code complexity. This is caused by the slow transaction confirma-
tion and code execution costs on the blockchain. They also have a limited
access to outside data, because the code inside the blockchain can’t access
external sources directly. The identified limitations must be addressed dur-
ing the development of decentralized applications, which we showcase on a
practical example.
Keywords: decentralized application, decentralized database, oracle, Ethereum,
BigchainDB, Oraclize.
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Uvod
1.1 Motivacija
Decentralizirane aplikacije so nova vrsta aplikacij, ki niso pod nadzorom cen-
traliziranega akterja. Prva decentralizirana aplikacija je bila kriptovaluta
Bitcoin, ki je tudi prva vpeljala verigo blokov. Veriga blokov je omogocˇila
nadaljnji razvoj podrocˇja decentraliziranih aplikacij. To podrocˇje je v zadnjih
letih dozˇivelo eksponentno rast.
Danes je internet vse bolj centraliziran. Nadzoruje ga nekaj velikih pod-
jetij. Zaradi tega je ideja decentraliziranega interneta zelo vabljiva. To je
internet, kjer se nadzor od vecˇjih podjetij prenese med njegove uporabnike.
Razvoj in adaptacija decentraliziranih aplikacij je velik korak proti vpeljavi
decentraliziranega interneta. Spletne aplikacije, ki so varne pred cenzuro in
izpadi, zaupanje med razvijalci spletnih aplikacij in njihovimi uporabniki,
nacˇin placˇevanja brez omejitev drzˇav in bank ter prenos nadzora interneta
od velikih podjetij na njegove uporabnike. To so le nekatere od idej, ki sˇe
pred kratkim niso bile mogocˇe. S pomocˇjo decentraliziranih aplikacij te ideje
postajajo realnost, proti kateri se premikamo. Razvijalci preko celega sveta
so videli potencial te tehnologije in razvoj tega podrocˇja hitro raste.
1
2 Aljazˇ Kozˇelj
1.2 Cilja
Kot glavni cilj diplomske naloge smo si zadali pregledati podrocˇji decentralizi-
ranih aplikacij in decentraliziranega hranjenja podatkov. V delu smo preucˇili
koncepte in tehnologije, ki omogocˇajo gradnjo decentraliziranega interneta.
Drugi cilj diplomske naloge je razvoj decentralizirane aplikacije, ki v svoji
arhitekturi vkljucˇuje proucˇene tehnologije, in med razvojem identificirati nji-
hove omejitve.
1.3 Struktura
V diplomskem delu najprej obravnavamo podrocˇje decentraliziranih aplikacij,
kjer predstavimo osnovne koncepte, prednosti in tehnologije za razvoj. V na-
slednjem poglavju opiˇsemo podrocˇje decentraliziranega hranjenja podatkov.
Osredotocˇimo se na decentralizirane podatkovne baze in njihove koncepte. V
nadaljevanju obravnavamo tematiko prenasˇanja podatkov v decentralizirane
aplikacije. Proucˇimo koncept oraklov in njihovo vlogo v decentralizirani ar-
hitekturi. Diplomsko delo zakljucˇimo z razvojem decentralizirane aplikacije
v kateri zdruzˇimo proucˇene tehnologije.
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Decentralizirane aplikacije
(dApps)
Decentralizirane aplikacije so nova vrsta medmrezˇnih programov, ki so niso
nadzorovani s strani centraliziranega akterja. Za svoje delovanje uporabljajo
verigo blokov (angl. blockchain). To je porazdeljena glavna knjiga, ki je
podvojena na vecˇih vozliˇscˇih v omrezˇju. V primerjavi z klasicˇnimi aplika-
cijami so decentralizirane aplikacije veliko manj ranljive na izpade, cenzuro
in regulacijo. Omogocˇajo prenos vrednosti, ki ga ne omejuje nobena banka
ali drzˇava. Tehnologija decentraliziranih aplikacij je trenutno omejena pri
hitrosti izvajanja in kompleksnosti kode.
2.1 Opis decentraliziranih aplikacij in osnov-
nih pojmov, ki jih opredeljujejo
Za decentralizirane aplikacije je znacˇilno, da so odprtokodna programska
oprema. Njihova koda mora biti dostopna vsem. Brez tega uporabniki ne
morejo zaupati decentralizirani aplikaciji. Decentralizirana aplikacija mora
tudi uporabiti kriptografsko valuto, s katero omogocˇi dostop do aplikacije.
To valuto mora uporabiti tudi za nagrajevanje akterjev, ki prispevajo k delo-
vanju aplikacije. Kriptovaluta mora biti generirana s strani decentralizirane
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aplikacije s pomocˇjo kriptograskega algoritma. Noben akter v omrezˇju si
ne sme lastiti vecˇino njene kriptovalute. Vse spremembe v aplikaciji se mo-
rajo dogajati preko postopka sporazuma vozliˇscˇ v omrezˇju. Podatki in zapisi
operacij aplikacije morajo biti kriptografsko varni in shranjeni v javni decen-
tralizirani verigi blokov. S tem se preprecˇi mozˇnost kriticˇne tocˇke odpovedi
(angl. single point of failure).
Glavna platforma na podrocˇju decentraliziranih aplikacij je Ethereum.
Sˇe preden jo podrobno opiˇsemo, pojasnimo sˇe nekaj osnovnih pojmov, ki
opredeljujejo decentralizirane aplikacije.
2.1.1 Osnovni pojmi
Decentralizirana aplikacija za svoje delovanje uporablja verigo blokov. V to
verigo blokov se dodajajo bloki, ki vsebujejo transakcije. Bloki se v verigo
blokov dodajo le v primeru soglasja dovolj udelezˇencev v omrezˇju. Akterji,
ki sodelujejo pri procesu soglasja so lahko pri tem nagrajeni s kriptovaluto.
Kriptovaluta se v glavnem uporablja kot placˇilno sredstvo. Na nekaterih
verigah blokov se pa lahko uporabi za izvajanje pametnih pogodb. Pametne
pogodbe so programi, katerih koda se nahaja v verigi blokov.
2.1.1.1 Veriga blokov
Veriga blokov je porazdeljena glavna knjiga [4], ki je podvojena na vecˇih vo-
zliˇscˇih v omrezˇju. Svoje trenutno stanje hrani v obliki dnevnika transakcij
[44]. Transakcija je osnovna enota verige blokov. Njen namen je opisati pre-
nos vrednosti od ene osebe do druge. Veriga blokov omogocˇa nespremenljivo,
pregledno in kriptografsko varno hranjenje zapisa transakcij. Transakcije se
v omrezˇje dodajo le v primeru soglasja (angl. consensus) med udelezˇenci v
omrezˇju [9].
Osebe so v verigi blokov predstavljene s pomocˇjo edinstvenega identifi-
katorja imenovanega naslov (angl. address). Kot naslov sluzˇi uporabnikov
javni kljucˇ [4]. Uporabnikov javni kljucˇ je kriptografski kljucˇ, ki se uporablja
pri nesimetricˇni kriptografiji (angl. asymmetric cryptography). To je tip
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kriptografije, ki omogocˇa uporabo javnega in zasebnega kljucˇa za sˇifriranje
in desˇifriranje podatkov. Zasebni (angl. private) pozna samo lastnik. Javni
(angl. public) kljucˇ pa je znan vsem udelezˇencem omrezˇja [4].
V verigi blokov se kriptografska tehnologija uporablja za zagotavljanje
integritete podatkov in za preverjanje legitimnosti izvedbe transakcije. Ve-
ljavne transakcije se zberejo v blok, ki se doda v verigo blokov. Poleg tran-
sakcij, ki se nahajajo v telesu bloka, lahko blok vsebuje dodatne informacije
v svoji glavi. Sem se vkljucˇijo dodatne informacije, kot so cˇasovni zˇig in
kazalec na prejˇsni blok. V verigi blokov so bloki povezani tako, da ima vsak
blok povezavo na svoj predhodni blok. Prvi blok v verigi blokov se imenuje
genesis blok [4].
Postopek dodajanja nove transakcije v verigo blokov je sledecˇ [4]:
1. Vozliˇscˇe ustvari in digitalno podpiˇse transakcijo s svojim zasebnim
kljucˇem.
2. Transakcija je razposlana ostalim vozliˇscˇem v omrezˇju z namenom, da
jo potrdijo. Za potrditev je potrebnih vecˇ vozliˇscˇ.
3. Potrjeno transakcijo se vkljucˇi v blok, ki se ga posˇlje v omrezˇje. Tran-
sakcija velja za sprejeto.
4. Ustvarjen blok postane del glavne knjige. Veriga se podaljˇsa za en blok.
Novi bloki se v verigo dodajo samo preko soglasja vseh vpletenih v omrezˇju.
Pri tem uporabijo dogovorjen algoritem za soglasje. V primeru, da vozliˇscˇa
niso priˇsla do soglasja, se blok zavrne [4].
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2.1.1.2 Soglasje
Soglasje je proces doseganja konsenza med vozliˇscˇi v omrezˇju o koncˇnem sta-
nju podatkov v verigi blokov. S pomocˇjo algoritma za soglasje se omogocˇi
decentralizacijo nadzora [44]. Algoritem za soglasje mora izpolnjevati nasle-
dnje pogoje, da pride do zˇeljenih rezultatov [4]:
• Dogovor (angl. agreement): Vsa posˇtena vozliˇscˇa se odlocˇijo za
isto vrednost.
• Prekinitev (angl. termination): Vsa posˇtena vozliˇscˇa zakljucˇijo
proces doseganja soglasja in na koncu dosezˇejo resˇitev.
• Veljavnost (angl. validity): Vrednost, za katero se odlocˇijo vsa
zaupanja vredna vozliˇscˇa, mora biti enaka vrednosti, ki jo je na zacˇetku
predlagalo vsaj eno vozliˇscˇe.
• Odpornost na napake(angl. fault tolerant): Algoritem za soglasje
mora delovati ob prisotnosti zlonamernih vozliˇscˇ.
• Integriteta (angl. integrity): Vsako vozliˇscˇe lahko dosezˇe najvecˇ
eno odlocˇitev znotraj enega postopka soglasja.
Obstaja vecˇ algoritmov za soglasje. Njihova uporaba je odvisna od po-
trebe verige blokov. Primera algoritmov za soglasje [4]:
• Dokazilo o delu (angl. proof of work (PoW)): Ta algoritem
se zanasˇa na dokaz, da je bilo za dosego soglasja porabljenih dovolj
racˇunalniˇskih virov. Zagotavlja, da je izvedba napada za napadalce
predraga. Uporabljajo ga kriptovaluta Bitcoin in ostale kriptovalute.
• Dokazilo o delezˇu (angl. proof of stake (PoS): Pri tem algoritmu
uporabnik rudari ali potrjuje transakcije glede na kolicˇino kriptovalute,
ki jo ima v lasti. Vecˇ kriptovalute ima v lasti, vecˇ lahko rudari. Upo-
rabniku z veliko kripto valute je v interesu, da ohrani omrezˇje varno [2].
Idejo je predstavil Peercoin. V prihodnosti bo nanj presˇla platforma
Ethereum.
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Pri obeh nasˇtetih algoritmih za soglasje igra poglavitno vlogo kriptova-
luta. Akterji v omrezˇju, ki sodelujejo pri procesu soglasja, so ob uspehu
nagrajeni z kriptovaluto decentralizirane aplikacije.
2.1.1.3 Kriptovaluta
Kriptovaluta je digitalno sredstvo, cˇigar stanje se hrani v verigi blokov. Ve-
riga blokov za vsakega uporabnika hrani kolicˇino kriptovalute, ki mu pri-
pada. Uporabniki, ki imajo v lasti kriptovaluto, jo lahko posˇljejo drugemu
uporabniku. Kriptovalute so bile ustvarjene z namen kompenziranja vo-
zliˇscˇ v omrezˇju za proces soglasja. Pri procesu soglasja sodelujocˇi porabijo
racˇunalniˇske vire in morajo biti za uspesˇen proces soglasja nagrajeni [4].
Prva kriptovaluta je bila kriptovaluta Bitcoin. Ustvarjena je bila kot
splosˇno placˇilno sredstvo. Danes se vecˇina kriptovalut uporablja kot placˇilno
sredstvo. Nekatere kriptovalute pa imajo drugacˇen namen. Primer take
kriptovalute je kriptovaluta Ether. To je kriptovaluta v platformi Ethereum.
Njen namen je uporaba pri placˇevanju za izvajanje pametnih pogodb v plat-
formi Ethereum[4].
2.1.1.4 Pametna pogodba
Pametne pogodbe so nespremenljivi programi, ki imajo zagotovljeno izvajanje[16].
Izvajajo v vsakem vozliˇscˇu. Vsaka decentralizirana aplikacija ima na verigi
blokov eno ali vecˇ pametnih pogodb. Te pogodbe se uporabijo za poslovno
logiko decentraliziranih aplikacij. [4].
Pogodbe se zacˇnejo izvajati ob prejemu sporocˇil. Sporocˇilo vsebuje po-
datke, ki so potrebni za izvajanje funkcije. Skupaj s sporocˇilom se posˇlje tudi
kriptovaluta. Sporocˇila lahko posˇljejo uporabniki ali druge pametne pogo-
dobe. Koda v pametnih pogodbah lahko dostopa do podatkov v sporocˇilih.
Dostopa lahko tudi do notranje hrambe podatkov. Vsaka pogodba ima svojo
lastno notranjo hrambo podatkov.
Pametne pogodbe Ethereum so, tako kot ostali programi, napisane v pro-
gramski kodi [31]. Najbolj popularen programski jezik za pisanje pametnih
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pogodb Ethereum je programski jezik Solidity [17]. Spisano kodo pogodbe
je najprej treba prevesti v bitno kodo in nato postaviti v omrezˇje Ethereum
[4]. Ob postavitvi pogodbe se dolocˇiti kateri racˇun izvaja postavitev. Temu
racˇunu se zaracˇuna poraba plina, ki ga je potreboval postavitev pogodbe na
omrezˇje [41].
2.1.2 Ethereum
Platforma Ethereum je decentralizirana platforma, ki poganja pametne po-
godbe (angl. smart contract). Namen platforme Ethereum je vzpostavitev
alternativnega protokola za izgradnjo decentraliziranih aplikacij. Z vpeljavo
pametnih pogodb zˇelijo razvijalcem prihraniti cˇas in ponuditi boljˇso varnost.
Platforma Ethereum omogocˇa razvoj treh tipov aplikacij [18]:
• Financˇne aplikacije: To so aplikacije, ki omogocˇajo uporabnikom
nove nacˇine upravljanja in uporabljanja kriptovalut. Sem sodijo krip-
tovalute, ki so narejen po standardu ETH20, kripto denarnice, investi-
cijske pogodbe, itd. [18].
• Pol-financˇne aplikacije: Te aplikacije uporabljajo kriptovalute, am-
pak uporaba kriptovalut ni njihov glavni namen. Imajo vecˇjo ne-
denarno funkcionalnost [18]. Pri teh aplikacijah se ponavadi uporablja
nek zunanji vir podatkov, do katerega aplikacija dostopa preko takoi-
menovanih oraklov (angl. oracle). Ti opravljajo vlogo posrednika med
aplikacijo in napravami izven omrezˇja Ethereum [18].
• Ne-financˇne aplikacije: Sem sodijo aplikacije, ki se ne ukvarjajo s
kriptovalutami. Decentralizirane avtonomne organizacije (angl. De-
centralized autonomous organization (DAO)) so ena vrsta teh aplika-
cij. Konceptno je DAO virtualna entita, ki ima dolocˇeno sˇtevilo cˇlanov
ali delnicˇarjev. Ti imajo pravico upravljanja z entito ob dovoljˇsni pri-
sotnosti cˇlanov. Lastniki lahko z DAO upravljajo tako, da prenasˇajo
sredstva ali spreminjajo kodo v pametni pogodbi. Spreminjanje kode
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se lahko implementira z menjavo ciljne pametne pogodbe na kateri se
nahaja poslovna logika. S tem se spremeni koda, ki se izvaja ob delova-
nju DAOja. Prvotna pametna pogodba ostane v verigi blokov, ampak
je DAO ne klicˇe vecˇ [18].
Dodatni primeri decentraliziranih aplikacij Ethereum [18]:
• Hranilnica: Uporabnik lahko svoja sredstva prenese na pametno po-
godbo, od koder jih lahko prenasˇa samo preko pravil v pametni po-
godbi. S tem bi lahko preprecˇil preveliko dnevno porabo.
• Zavarovanje: Uporabnik lahko s pametno pogodbe sklene dogovor
zavarovanja. Pametna pogodba bo na podlagi prejetih zunanjih virov
in na podlagi sklenjenih pogojov uporabniku izplacˇala sredstva.
• Decentraliziran vir podatkov: Pogodba, ki sluzˇi kot vir podatkov
ostalim pametnim pogodbam. Podatke priskrbijo uporabniki aplika-
cije, ki so za vnos pravilnih podatkov nagrajeni. Pravilen podatek se
dolocˇi na podlagi vseh vnesˇenih podatkov.
• Oblacˇne storitve: Platforma Ethereum se lahko uporabi za ustvaritev
preverljivega racˇunskega okolja. To omogocˇa, da nek uporabnik kupi
racˇunsko mocˇ pri drugem uporabniku. Ta uporabnik je, ob dokazilu
izvedbe racˇunskih operacij, placˇan s strani kupca.
• Igre na srecˇo: Uporabniki, lahko stavijo na karakteristike naslednjega
ustvarjenega bloka v verigi blokov Ethereum. S tem se preprecˇi vpliv
zunanjega vira in omogocˇa posˇtene stave.
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2.2 Primerjava s klasicˇnimi aplikacijami
Slika 2.1 prikazuje arhitekturi decentralizirane in klasicˇne aplikacij. V nada-
ljevanju ju natancˇneje primerjamo.
Slika 2.1: Shema arhitekture moderne centralizirane aplikacije v oblaku (levo)
in decentralizirane aplikacije (desno)
Iz tabele 2.1 je razvidno, da se klasicˇne in decentralizirane aplikacije med
seboj precej razlikujejo. Klasicˇne aplikacije so z uporabo mikrostoritev v
oblaku veliko bolj skalabilne in hitrejˇse od decentraliziranih aplikacij. Sle-
lastnost Centralizirana Decentralizirana
Skalabilnost: velika slaba
Hitrost: hitra pocˇasna
Placˇevanje: potrebuje zunanjo storitev vgrajeno
Gostovanje: oblak IPFS
Strosˇki izvajanja logike: placˇa ponudnik aplikacije placˇa uporabnik
Mozˇnost izpada: obstaja zelo majhna
Tabela 2.1: Primerjava lastnosti klasicˇnih in decentraliziranih aplikacij
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dnje imajo sicer na voljo bistveno vecˇ racˇunalniˇskih virov, a jih ne morejo
izkoristiti tako kot klasicˇne aplikacije. Vsako vozliˇscˇe mora obdelati vse tran-
sakcije, ki so sprejete v verigo blokov. V omrezˇju Ethereum je sodeluje na
tisocˇe racˇunalnikov, a transakcije se obdelujejo z efektivno hitrostjo enega
samega.
Aplikacije se razlikujejo tudi v nacˇinu gostovanja aplikacije. Klasicˇne
aplikacije se celotne gostijo v oblaku. Lastnik klasicˇne aplikacije placˇuje
strosˇke in uporabniki imajo prost dostop. Pri decentraliziranih aplikacijah
se vlogi zamenjata. Poslovna logika decentraliziranih aplikacij se izvaja v
platformi Ethereum. Postavitev pogodbe stane razvijalca en enkratni zne-
sek. Nadaljne strosˇke prevzamejo uporabniki aplikacije, ki placˇujejo za njene
funkcionalnosti. Locˇeno se gosti uporabniˇski vmesnik.
Prednosti decentraliziranih aplikacijah so nahajajo pri primerjavi placˇevanja
in mozˇnostih izpada. Mozˇnost placˇevanja zˇe je vgrajena v platformo Ethe-
reum. Klasicˇne aplikacije morajo tu uporabiti storitev zunanjega ponudnika.
Slednje tudi niso odporne na izpade, zaradi centralizirane infrastrukture. De-
centralizirana aplikacija ima zelo majhno verjetnost izpada.
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2.2.1 Predstavitveni nivo
Predstavitveni nivo predstavlja uporabniˇski vmesnik in je nivo s katerim
ima uporabnik interkacijo. Uporabniku se v obliki spletne strani predstavi
informacije, ki so bile pridobljene v komunikaciji z ostalimi nivoji [42].
Po izgledu in sami uporabi se predstavitvena nivoja klasicˇnih spletnih
aplikacij in decentraliziranih aplikacij Ethereum ne razlikujeta veliko. Pri
obeh se uporabljajo tehnologije HTML (jezik za oznacˇevanje nadbesedila
(angl. hypertext markup language), CSS (kaskadne stilske podloge angl.
(cascading style sheets)) in JavaScript za strukturiranje in delovanje spletnih
strani [12].
Prva razlika se pojavi pri tem, da decentralizirane aplikacije Ethereum
potrebujejo dodatno JavaScript knjizˇnico za povezovanje s poslovno logiko.
Decentralizirane aplikacije namrecˇ uporabljajo knjizˇnico web3.js za povezo-
vanje in komuniniciranje z verigo blokov Ethereum. To knjizˇnico lahko prilozˇi
v spletno aplikacijo razvijalec sam ali pa jo priskrbi uporabnikov brskalnik.
Slednja izbira je bolj pogosta in je mogocˇa s pomocˇjo brskalnika Ethereum.
Primer takega brskalnika je brskalnik Mist. Mogocˇa je tudi uporaba vticˇnika
MetaMask, ki klasicˇen spletni brskalnik spremeni v brskalnik Ethereum. Br-
skalniki Ethereum so potrebni tudi za podpisovanje transakcij, kar je po-
trebno za delovanje decentralizirane aplikacije [30].
Decentralizirane aplikacije se od klasicˇnih razlikujejo tudi pri gostovanju
uporabniˇskega vmesnika. Klasicˇne aplikacije svoje uporabniˇske vmesnike go-
stijo na centraliziranih strezˇnikih v oblaku, ki si jih pogosto delijo s poslovno
logiko. Ti strezˇniki uporabnikom posredujejo datoteke, v primeru dinamicˇnih
spletnih strani pa lahko spletne strani tudi sproti generirajo [12]. Popolnoma
decentralizirane spletne aplikacije svojih uporabniˇskih vmesnikov ne gostijo
na centralizirani infrastrukturi ampak pri decentraliziranem ponudniku. Za
decentralizirano gostovanje se lahko uporabi decentraliziran datotecˇni sistem
IPFS (interplanetarni datotecˇni sistem (angl. interplanetary file system)). S
pomocˇjo decentraliziranega datotecˇnega sistema IPFS se lahko gosti staticˇne
spletne strani [12].
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2.2.2 Nivo poslovne logike
Nivo poslovne logike je zadolzˇen za izvajanje logike spletne aplikacije. Obrav-
nava in procesira zahteve uporabnikov. Izvaja komunikacijo s podatkovnim
nivojem in uporabniˇskim vmesnikom. Uporabniˇskem vmesniku vracˇa odgo-
vore na zahteve. [42].
Centralizirane spletne aplikacije poslovno logiko hranijo na centraliziranih
strezˇnikih v oblaku. Tam se poslovna logika izvaja v obliki mikrostoritev,
ki so namesˇcˇene v vsebnikih Docker. Decentralizirane aplikacije Ethereum
se hranijo na verigi blokov v obliki pametnih pogodb, ki se izvajajo v EVM.
Posledicˇno je poslovna logika decentraliziranih aplikacij vedno dostopna, saj
je mozˇnost za izpad zelo majhna [12].
Poslovna logika centraliziranih aplikacij je implentirana v obliki mikro-
storitev. To omogocˇa boljˇso skalabilnost in je trenutno bistveno hitrejˇsa od
poslovne logike pri decentralizirani aplikaciji. Razlog za to je trenutna ne-
zrelost tehnologij za decentralizacijo. Omrezˇje Ethereum trenutno omogocˇa
15 transakcij na sekundo [12], kar je bistvo pocˇasnejˇse od klasicˇnih aplikacij
(npr. VISA omogocˇa 45.000 transakcij na sekundo) [40].
Dodatna omejitev, ki je prisotna v poslovni logiki decentraliziranih apli-
kacij, je ta, da pametne pogodbe Ethereum niso zmozˇne samostojnega komu-
niciranja z napravami izven omrezˇja Ethereum. Pri poslovni logiki klasicˇnih
aplikacij je veliko neposrednega komuniciranja s podatkovnim nivojem, pri
decentralizirani pa to ni mogocˇe. Komunikacijo lahko decentralizirana po-
slovna logika izvede posredno preko oraklov [4].
Pri uporabi poslovne logike decentraliziranih aplikacij je treba pouda-
riti to, da vsaka transakcija, ki je poslana v verigo blokov, uporabnika nekaj
stane. Pri klasicˇnih aplikacijah strosˇke poslovne logika placˇa upravljalec apli-
kacije, pri decentraliziranih pa uporabnik. Razvijalec pri postavitvi pametne
pogodbe v verigo blokov placˇa enkratni znesek, z nadaljnjim gostovanjem pa
razvijalec oziroma lastnik nima dodatnih strosˇkov [12].
Pomembna razlika je tudi pri integraciji placˇilnih storitev v spletno apli-
kacijo. Centralizirane aplikacije morajo za ponudbo teh storitev uporabiti
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storitve ponudnikov kreditnih kartic ali bank in jih integrirati v svojo po-
slovno logiko. To lahko predstavlja dodaten razvojni cˇas in strosˇke. Plat-
forma Ethereum zˇe sama podpira uporabo placˇevanja s svojo kriptovaluto.
Uporaba tega v poslovni logiki je preprosta in prijazna razvijalcu [18].
2.2.3 Podatkovni nivo
Podatkovni nivo predstavlja repozitorij podatkov. Predstavitveni nivo in
nivo poslovne logike oskrbuje s podatki [42].
Klasicˇne centralizirane aplikacije za hranjenje podatkov uporabljajo re-
lacijske in nerelacijske podatkovne baze. Te se nahajajo na centraliziranih
strezˇnikih [42].
Hranjenje podatkov v decentraliziranem okolju dosezˇemo na dva nacˇina:
• Hranjenje v verigi blokov: Platforma Ethereum omogocˇa, da vsaka
pametna pogodba shrani svoje podatke kar na verigo blokov. Ti po-
datki so najbolj uporabni, cˇe so shranjeni v obliki KVS. Tak nacˇin
hranjenja je precej omejen, saj hranjenje vecˇje kolicˇine podatkov po-
stane drago. Hranjenje kompleksnejˇsih strukturiranih podatkov tudi ni
mogocˇe [21].
• Hranjenje izven verige blokov: Veliko bolj preprosto je hranjenje
podatkov izven verige blokov. To se lahko izvede z uporabo decen-
traliziranih datotecˇnih sistemov, kot je decentraliziran datotecˇni sis-
tem IPFS, ali decentraliziranih podatkovnih baz. Pametna pogodba
Ethereum lahko do teh podatkov dostopa s pomocˇjo oraklov. Problem
se pojavi pri procesiranju pridobljenih podatkov, saj ti ne smejo biti
prevecˇ kompleksni. Obdelovanje podatkov v platformi Ethereum je
drago, zato je pogosta praksa, da pametna pogodba redko dostopa do
zunanjih podatkovnih virov. Veliko bolj prakticˇen pristop je z refe-
renciranjem datotek IPFS ali sredstev BigchainDB v pametni pogodbi,
katera potem obdela logika na spletni strani. Dostop iz verige blokov do
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takih podatkov naj se uporabi izkljucˇno pri podatkih, ki so kljucˇnega
pomena za izvajanje logike [27].
2.3 Platforma Ethereum in vse, kar se nanasˇa
nanjo
Platforma Ethereum je odprtokodna globalna decentralizirana racˇunalniˇska
infrastruktura, ki izvaja programe imenovane pametne pogodbe. Pogosto
ga enacˇijo z nazivom svetovnega racˇunalnika. Za sinhronizacijo in hranjenje
svojega globalnega stanja uporablja verigo blokov [4]. To stanje se v platformi
Ethereum imenuje svetovno stanje (angl. world state) [4].
2.3.1 Virtualni stroj Ethereum
Del protokola Ethereum, ki se ukvarja z urejanjem sistemskega stanja in iz-
vajanjem racˇunskih operacij je virtualni stroj Ethereum (angl. Ethereum
virtual machine (EVM)) [17]. EVM izvaja bitno kodo (angl. bytecode) pa-
metnih pogodb v Turing-popolnem okolju. Kodo morajo izvesti vsa vozliˇscˇa
v omrezˇju. S tem se sistemsko stanje spremeni v vseh vozliˇscˇih na enak
nacˇin. Zaradi Turing-popolnosti je koda lahko poljubne zahtevnosti. EVM
je popolnoma izoliran in nima dostopa do zunanjih virov. Izoliranost doda-
tno pripomore k varnosti [4]. Pri izvajanju virtualnega stroja Ethereum se
porabi kriptovaluta Ether.
2.3.2 Kriptovaluta Ether
Virtualni stroj Ethereum za svoje izvajanje potrebuje racˇunalniˇske vire vo-
zliˇscˇ v omrezˇju. Platforma Ethereum zato nagradi vozliˇscˇa s svojo lastno
kriptovaluto. Nagradi samo tista vozliˇscˇa, ki omrezˇju ponujajo svoje racˇunalniˇske
vire in sodelujejo pri procesu soglasja. S tem poplacˇa porabljenje racˇunalniˇske
vire, ki jih vozliˇscˇa porabijo pri zagotavljanju varnosti v omrezˇju. Kripto-
valuta se imenuje Ether in ima oznako ETH. Najmanjˇsa denominacija krip-
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tovalute Ether se imenuje Wei. Ena kriptovaluta Ether je enakovredna 1018
Wei. Kriptovaluta Ether je bila ustvarjena za placˇevanje izvajanja pametnih
pogodb v EVM. Uporabi se za nakup plina (angl. gas). Ta se porabi pri
izvajanju racˇunskih operacij v EVM. Kolicˇina porabljenega plina je odvisna
od zahtevnosti izvajanja [4].
Za predstavitev lastniˇstva in prenosa kriptovalute Ether se v verigi blokov
Ethereum uporabljajo kljucˇi in naslovi. Kljucˇi so pari javnih in zasebnih
kljucˇev. Iz nakljucˇno generiranega zasebnega kljucˇa se generira javni kljucˇ.
Iz javnega kljucˇa se potem generira sˇe naslov. Pri transakcijah se kriptovaluta
Ether posˇilja od enega naslova do drugega [4]. Pari javnih in zasebnih kljucˇev
se uporabljajo za kriptografsko podpisovanje transakcij in posˇiljanje teh do
racˇunov.
2.3.3 Racˇun
Racˇun (angl. account) je eden od glavnih gradnikov v verigi blokov Ethe-
reum. Vsak racˇun ima svoje stanje kriptovalute Ether in vzdrzˇujejo svoj KVS
(shramba tipa kljucˇ/vrednost (angl. key/value store)) [4]. Iz prakticˇnega vi-
dika je EVM en velik decentraliziran racˇunalnik, ki vsebuje miljone racˇun
(angl. account). Obstajata dva tipa racˇunov [17]:
• Racˇuni v zunanji lasti (angl. externally owned account (EOA)):
Ta tip racˇuna je nadzorovan preko zasebnega kljucˇa. Lastnik zasebnega
kljucˇa racˇuna v zunanji lasti lahko iz tega racˇuna posˇilja kriptovaluto
Ether in sporocˇila [17]. V omrezˇju predstavljajo enega uporabnika [4].
• Pogodbeni racˇuni (angl. contract account (CA)): To je racˇun,
ki ima svojo lastno kodo in stanje. Izvajanje kode na racˇunu se prozˇi
kot odziv na dobljena sporocˇila drugih racˇunov [4].
Uporabniki lahko z racˇuni upravljajo preko transakcij.
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2.3.4 Transakcija
V platformi Ethereum je transakcija digitalno podpisan podatkovni paket.
V transakciji se definira ciljni naslov, kolicˇina poslane kriptovalute Ether,
zgornja meja dovoljene uporabe plina, digitalni podpis in dodatni podatki.
Glede na vsebino se lahko transakcije deli na dva tipa [4]:
• Transakcije, ki vsebujejo sporocˇilni klic (angl. message call
transactions): Transakcija naredi sporocˇilni klic (angl. message call),
ki se uporabi za prenos sporocˇila iz enega racˇuna na drugega.
• Transakcije, ki ustvarijo pogodbe (angl. contract creation
transactions): Te transakcije povzrocˇijo ustvaritev novega pogodbe-
nega racˇuna. Koda novega racˇuna se posˇlje skupaj s transakcijo. Ob
uspesˇni transakciji se ta koda postavi v verigo blokov Ethereum.
Sporocˇilo je podatkovni paketek, ki se prenese med dvema racˇunoma.
Paketek vsebuje podatke in kriptovaluto Ether. Opiˇse tudi kdo je posˇiljatelj
in prejemnik tega sporocˇila. Sporocˇilo lahko posˇlje uporabnik ali pametna
pogodba. Pametna pogodba prejme sporocˇilo in ga prebere. Ob koncu iz-
vajanja se sporocˇilo zavrzˇe [4]. Izvedene operacije povzrocˇijo spremembo
stanja. Sprememba stanja poteka v naslednjih korakih [4]:
1. Preveri se pravilnost transakcije s pregledom sintakse in digitalnega
podpisa.
2. Izracˇuna se cena transakcije in dolocˇi posˇiljatelja. Preveri se stanje
kriptovalute Ether na racˇunu posˇiljatelja.
3. Dolocˇena kriptovaluta se prenese iz posˇiljateljevaga racˇuna na ciljni
racˇun. V primeru, da je ciljni racˇun pametna pogodba, se v tem koraku
zacˇne izvajanje kode ali postavitev nove pogodbe.
4. Napaka med izvajanjem povzrocˇi prekinitev transakcije. Vsa stanja
se ponastavijo na stanje pred zacˇetkom izvajanja. Napako lahko pov-
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zrocˇijo pomanjkanje kriptovalute Ether na posˇiljateljevem racˇunu ali
premajhna omejitev plina. Porabljen plin je placˇan vozliˇscˇem.
5. Porabljen plin se placˇa vozliˇscˇom. Plin, ki se med izvajanjem ni porabil,
se vrne posˇiljatelju. Svetovno stanje preide v naslednje stanje.
Transakcije ustvarijo uporabniki izven verige blokov. Pri tem morajo
uporabiti orodja, ki omogocˇajo gradnjo in podpisovanje transakcij Ethereum.
2.3.5 Povezovanje z verigo blokov Ethereum
Vsako vozliˇscˇe Ethereum v omrezˇju ima svoj vmesnik RPC. Preko tega vme-
snika lahko spletna aplikacija dostopa do verige blokov Ethereum in vseh
funkcionalnosti, ki jih ponuja vozliˇscˇe. Vmesnik je osnovan na specifika-
ciji za vmesnik JSON-RPC (oddaljen klic procedure baziran na notacije za
oznacˇevanje JavaScript objektov (angl. remote procedure call based on Ja-
vaScript object notation)) 2.0, ki podpira serizalizacijo in je dostopen preko
protokola HTTP (protokol za prenos nadbesedila (angl. hypertext transfer
protocol)). Uporaba vmesnika JSON-RPC je precej zahtevna in nepregledna,
zato se pripocˇa uporaba JavaScript knjizˇnice imenovane web3.js. Knjizˇnica
uporabniku omogocˇa prijazno povezovanje na verigo blokov Ethereum [30].
Za obisk decentraliziranih aplikacij na spletu, uporabnik potrebuje brskal-
nik Ethereum. To je brskalnik, ki je sposoben interakcije z decentraliziranimi
aplikacijami in hkrati deluje kot denarnica Ethereum (angl. wallet). Popu-
larna sta brskalnik Mist in vticˇnik Metamask za obstojecˇe brskalnike . Br-
skalniki Ethereum priskrbijo svojo razlicˇico knjizˇnice web3.js. Taka knjizˇnica
ob transakcijah potem klicˇe denarnico brskalnika [4].
2.3.6 Izbira produkta
Za izgradnjo poslovne logike nasˇe decentralizirane aplikacije smo izbrali plat-
formo Ethereum. Zanjo smo se odlocˇili, ker platforma Ethereum omogocˇa
gradnjo mocˇnih pametnih pogodb. Poleg tega je za pametne pogodbe Ethe-
reum na voljo veliko dokumentacije in orodij, ki pomagajo pri razvoju.
Poglavje 3
Decentralizirane podatkovne
baze
Tako klasicˇne aplikacije kot tudi decentralizirane aplikacije Ethereum pri svo-
jem delovanju uporabljajo shranjevanje in pridobivanje podatkov. Klasicˇne
aplikacije uporabljajo klasicˇne podatkovne baze, kot so PostgreSQL ali Mon-
goDB. Platforma Ethereum ima to funkcionalnost vgrajeno zˇe v EVM. EVM
omogocˇa shranjevanje stanja aplikacije v verigo blokov. Problem se pojavi pri
shranjevanju vecˇje kolicˇine podatkov, saj se za vsak porabljen bajt zaracˇuna
plin. Cena transakcije hitro naraste zaradi velikosti podatkov. Problemu se
je mocˇ izogniti s tem, da se vecˇje velikosti podatkov shranjuje izven verige
blokov [27]. Ena od takih resˇitev predstavljajo decentralizirane podatkovne
baze.
3.1 Opis decentraliziranih podatkovnih baz
Decentralizirana podatkovna baza je tehnologija, ki ponudi funkcionalnosti
klasicˇnih podatkovnih baz v decentraliziranem okolju [13]. Razvijajo se za-
radi potrebe po decentraliziranem hranjenju vecˇje kolicˇine strukturiranih po-
datkov. Decentraliziranim aplikacijam omogocˇa hranjenje vecˇje kolicˇine po-
datkov. Omogocˇi jim tudi izvajanje poizvedb, ki so sicer znacˇilne za klasicˇne
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podatkovne baze [21].
Omrezˇje decentralizirane podatkovne baze je sestavljeno iz mnogih vo-
zliˇscˇ. Ta so razpsˇena po celem svetu, kar omogocˇi odpornost na izpade in
cenzuro [21]. Vozliˇscˇa v omrezˇju lahko delujejo kot odjemalci (angl. consu-
mer) ali ponudniki hrambe podatkov (angl. storage provider). Uporabniki
najamejo prostor za svoje podatke in njihovi podatki so prenesˇeni do ponu-
dnikov. Podatki se pri tem replicirajo in se shranijo na vecˇ razlicˇnih vozliˇscˇ
v omrezˇju [13]. Uporabnik ima popoln nadzor nad svojimi podatki. Ima la-
stniˇstvo in dolocˇi kdo ima pravice dostopa do njegovih podatkov. Shranjeni
podatki so kriptografsko sˇifrirani, kar jih zasˇcˇiti pred krajo. [21].
3.2 Primerjava s klasicˇnimi bazami
V tabeli 3.1 je prikazana primerjava lastnosti klasicˇnih in decentraliziranih
podatkovnih baz. V naslednjih podrazdelkih natancˇno primerjamo podat-
kovne baze glede na podane lastnosti.
lastnost Centralizirana Distribuirana Decentralizirana
Upravljanje podatkov: gostitelj gostitelj uporabnik
Nevarnost izpadov: velika mogocˇa zelo majhna
Skalabilnost: slaba dobra dobra
Tabela 3.1: Primerjava lastnosti podatkovnih baz
3.2.1 Upravljanje podatkov
Pri centraliziranih in distribuiranih podatkovnih bazah so podatki centralizi-
rani na nekaj strezˇnikih, ki jih nadzoruje ponudnik storitve. Teh ponudnikov
je na svetu le pesˇcˇica, torej z vecˇino podatkov upravlja le nekaj podjetij. Pri
decentralizirani podatkovni bazi se podatki nahajajo na mnogih vozliˇscˇih v
omrezˇju. Lastnik podatkov je edini, ki lahko upravlja s podatki. Podatki so
tudi kriptografsko sˇifrirani, kar jih naredi neberljive za uporabnike, ki niso
lastnik. Ti podatki so posledicˇno odporni tako na cenzuriranje kot tudi krajo
[21].
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3.2.2 Nevarnost izpadov
Pri centralizirani podatkovni bazi se vsi podatki nahajajo na enem strezˇniku;
eni napravi. Pri veliki kolicˇini zahtev po podatkih lahko naprava postane
neodzivna, ker nima dovolj racˇunalniˇskih virov, da pravocˇasno obdela vse
zahteve [29]. Strezˇnik lahko postane tudi zˇrtev zlonamernega napada, ki
onemogocˇi njegovo delovanje. Mozˇnost izpada pri takem tipu podatkovne
baze je velika.
Distribuirana podatkovna baza je zbirka vecˇih, logicˇno povezanih podat-
kovnih baz, ki so porazdeljene preko omrezˇja. Tezˇave centraliziranih podat-
kovnih baz se resˇuje s pomocˇjo replikacije. Ob izpadu ene naprave iz omrezˇja,
je podatek na voljo pri drugih napravah. Okvara enega vozliˇscˇa v omrezˇju
ne povzrocˇi izgubo podatkov in izpada celotnega sistema [29].
Pri decentralizirani podatkovni bazi je nevarnost izpadov resˇena na po-
doben nacˇin kot pri distribuirani podatkovni bazi. Podatki, ki so poslani
v omrezˇje decentralizirane podatkovne baze, so replicirani na vecˇ vozliˇscˇ v
omrezˇju. Pri tem se zagotavlja minimalno sˇtevilo vozliˇscˇ na katerih se lahko
nahaja en podatek. Ob izpadu enega izmed vozliˇscˇ se ti podatki po potrebi
replicirajo na neko drugo vozliˇscˇe [13].
3.2.3 Skalabilnost
Skalabilnost pri centraliziranih podatkovnih bazah je mogocˇa z nadgradnjo
racˇunalniˇskih virov. Ta je omejena zaradi financˇnih in tehnolosˇkih omejitev
[29]. Centralizirane podatkovne baze so posledicˇno slabo skalabilne.
Distribuirane podatkovne baze in decentralizirane podatkovne baze se
skalirajo z dodajanjem novih vozliˇscˇ oziroma naprav v omrezˇje [29] [13].
Nova vozliˇscˇa pri distribuiranih podatkovnih bazah so novi strezˇniki ponu-
dnika storitve [29]. Pri decentraliziranih podatkovnih bazah vozliˇscˇa niso
nadzorovana s strani enega ponudnika, saj ne obstaja centralnega nadzora.
Nova vozliˇscˇa predstavljajo nove akterje decentralizirane podatkovne baze,
ki so se prostovoljno vkljucˇili v omrezˇje. Posledicˇno so vozliˇscˇa pri decentra-
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liziranih podatkovnih bazah bolj geografsko razsˇirjena [13].
3.3 Produkti decentraliziranih podatkovnih baz
3.3.1 BigchainDB
Decentralizirana podatkovna baza BigchainDB je decentralizirana podat-
kovna baza, ki zˇeli zdruzˇiti distribuirano podatkovno bazo z znacˇilnostmi
verige blokov [34].
Zasnovana je kot distribuirana podatkovna baza, ki je bila nadgrajena s
karakteristikami verige blokov: decentraliziran nadzor, nespremenljivost ter
ustvaritev in premikanje digitalnih sredstev (angl. asset) [22].
Uporabna je povsod, kjer je potreba po nespremenljivih podatkih o digi-
talnih sredstvih in njihovem lastniˇstvu. Namenjena je uporabi s strani tako
decentraliziranih kot tudi centraliziranih aplikacij. Omogocˇa tudi zasebno
rabo, kjer si korporacije postavijo svoje lastno omrezˇje BigchainDB [22].
3.3.2 Bluzelle
Decentralizirana podatkovna baza Bluzelle je ponudnik decentralizirane baze
namenjen predvsem razvijalcem decentraliziranih aplikacij [6]. Da bi zagoto-
vili najboljˇso performanco, skalabilnost in zanesljivost, decentralizirana po-
datkovna baza Bluzelle implementira tehnologijo rojev (angl. swarm). Roj
je vecˇja skupina vozliˇscˇ, ki sodelujejo pri hranjenju in upravljanju s podatki
[6].
Akterji v sistemu so odjemalci in ponudniki. Ponudnik je lahko kdor
koli, ki ima na svojem racˇunalniku odvecˇen prostor na disku. V zameno
za hranjenje podatkov od odjemalca prejme placˇilo v obliki kriptovalute [6].
Decentralizirana podatkovna baza Bluzelle upravlja z dvema kriptovalutama.
Prvi je narejen po standardu ERC20 in se imenuje BLZ. Tega lahko lastnik
zamenja za zˇeton BNT, ki se uporabi pri najemu prostora pri ponudniku [6].
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3.3.3 Fluence
Decentralizirana podatkovna baza Fluence je decentralizirana podatkovna
baza, ki omogocˇa hranjenje strukturiranih in kriptiranih podatkov ter izva-
janje poizvedb. Trenutno je sˇe v fazi razvoja [13].
Uporabljajo koncept pogodb (angl. contract), ki predstavlja dogovor med
odjemalcem in ponudniki hranjenja podatkov. Odjemalci sklenejo pogodbo s
ponudnikom pri katerem bodo hranili podatke. Ponudnik je pri tem nagrajen
s kriptovaluto. Pogodobe so shranjene v verigi blokov preko vseh vozliˇscˇ v
omrezˇju. Nesposˇtovanje pogodb ali zlonamerni poizkusi s strani ponudnika
mu lahko povzrocˇi kazen [13].
V omrezˇju Fluence so vozliˇscˇa organizirana v grucˇe (angl. cluster). Vsaka
grucˇa je namenjena dolocˇeni zbirki odjemalcov. Faktor replikacije je v pri-
merjavi z verigo blokov obcˇutno manjˇsi, kar omogocˇa ucˇinkovito upravljanje
vecˇje kolicˇine podatkov. Grucˇe nadzirajo izbrani arbitri, ki resˇujejo spore
med grucˇami [13].
3.3.4 Izbira produkta
Decentralizirana podatkovna baza Fluence je sˇe vedno v fazi razvoja in nima
postavljenega testnega omrezˇja [21]. Decentralizirani podatkovni bazi Blu-
zelle in BigchainDB imata testno omrezˇje, kar omogocˇa njuno uporabo pri
razvoju. Za dostop do omrezˇje obe zahtevata registracijo na spletni strani.
Registracija na spletni strani od decentralizirane podatkovne baze Bigcha-
inDB je preprosta in uporabnik takoj dobi dostop. Dostop do decentralizi-
rane podatkovne baze Bluezelle je otezˇen z registracijo, ki ni takoj potrjena
in pogosto ne deluje. Za nadaljni pregled smo izbrali podatkovno bazo Bi-
gchainDB.
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3.4 Pregled decentralizirane podatkovne baze
BigchainDB
3.4.1 MongoDB
Vsako vozliˇscˇe v omrezˇju BigchainDB uporablja svojo instanco podatkovne
baze MongoDB, v kateri hrani strukturirane podatke [22].
Podatkovna baza MongoDB je odprtokodna NoSQL dokumentna podat-
kovna baza. Ustvarjena je bila zaradi rastocˇih potreb po hranjenju podatkov.
Podatke shranjuje v obliki zbirk (angl. collection). Vsaka zbirka vsebuje do-
kumente. Ti so shranjeni v binarni obliki JSON (notacija za oznacˇevanje
objektov JavaScript (angl. JavaScript object notation)) formata, ki ga ime-
nujejo BSON(binarna notacija za oznacˇevanje JavaScript objektov (angl. bi-
nary JavaScript object notation)) [3].
Ponuja tehniko, ki jo imenujejo Sharding. Sharding je postopek porazde-
litve podatkov preko vecˇ vozliˇscˇ v omrezˇju MongoDB. To omogocˇa izvajanje
vecˇjega sˇtevila operacij nad podatki v podatkovni bazi [3].
3.4.2 Protokoli Tendermint
Decentralizirana podatkovna baza BigchainDB za mrezˇenje in soglasje med
vozliˇscˇi v svojem uporablja Tendermint. Vse komunikacije med vozliˇscˇi v
omrezˇju BigchainDB potekajo s pomocˇjo protokolov Tendermint [22].
Protokoli Tendermint so programska oprema, ki omogocˇa varno in kon-
sistentno replikacijo ene aplikacije na razlicˇnih napravah [35]. Tehnologija
je odporna na bizatinske napake. Pod bizantinske napake se sˇtejejo izpadi
naprav v omrezˇju in zlonamerni napadi katere od neizpadlih naprav. Pod-
pira bizantinske napake pri najvecˇ eni tretjini udelezˇencev v omrezˇju [35].
Zaradi odpornosti protokolov Tendermint na bizantinske napake je na ta tip
napak odporna tudi programska oprema decentralizirane podatkovne baze
BigchainDB [22].
Tendermint je sestavljen iz dveh komponent: Tendermint Core in ABCI
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(aplikacijski vmesnik za verigo blokov (angl. application blockchain inter-
face). Tendermint Core skrbi za soglasje med vozliˇscˇi v omrezˇju in za enako
zgodovino transakcij na vseh napravah. ABCI je aplikacijski vmesnik, ki
omogocˇa procesiranje transakcij v kateremkoli programskem jeziku [35].
3.4.3 Sredstvo BigchainDB
Sredstvo (angl. asset) v svetu verige blokov najbolj pogosto predstavlja di-
gitalna sredstva ali kriptovalute. Za sredstva je znacˇilno, da imajo lastnika,
ki ima edini pravico prenesti lastniˇstvo svojih sredstev na nekoga drugega.
Primer takega sredstva sta naprimer kriptovaluti Bitcoin in Ether [22].
Sredstvo v decentralizirani podatkovni bazi BigchainDB pomeni repre-
zentacija kateregakoli fizicˇnega ali digitalnega predmeta. Predstavlja lahko
lastniˇstvo nad fizicˇnim predmetom ali kriptovaluto. V vecˇini primerov verige
blokov vsebuje en sam tip digitalnega sredstva. To je predvsem znacˇilno za
kriptovalute. Decentralizirana podatkovna baza BigchainDB podpira ustva-
ritev poljubnih sredstev [22]. Edina omejitev je ta, da se sredstvo lahko
predstavi kot asociativen seznam [38].
Sredstva uporabnik ustvari s pomocˇjo transakcije, ki sredstvo ustvari in
kot lastnika navede ustvarjalca [38]. Sredstvo potem zˇivi v decentralizirani
podatkovni bazi BigchainDB v neskoncˇnost, saj je nespremenljiv (angl. im-
mutable). Lastniˇstvo sredstva se lahko razdeli med vecˇ uporabnikov. Vsak
uporabnik dobi v last delnice sredstva. Takemu sredstvu se recˇe deljeno
sredstvo. Sˇtevilo delnic se nastavi ob njegovi ustvaritvi.
3.4.4 Identita uporabnika
Decentralizirana podatkovna baza BigchainDB za dolocˇanje identite upo-
rabnika znotraj omrezˇja uporablja sistem za podpisovanje z javnimi kljucˇi
Ed25519 (angl. Ed25519 public-key signature system) [15]. Ta sistem se
uporablja za generiranje para javnega in zasebnega kljucˇa, racˇunanje podpi-
sev in preverjanje podpisov. [38]
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3.4.5 Transakcija BigchainDB
Ustvarjanje in prenosi sredstev znotraj decentralizirane podatkovne baze Bi-
gchainDB se izvajajo s pomocˇjo transakcij [39].
Obstajata dva tipa transakcij:
• Ustvarjalna (angl. Create) transakcija: Ustvarjalna transakcija se
uporablja za ustvarjanje novega sredstva v decentralizirani podatkovni
bazi BigchainDB. V tej transakciji se dolocˇi tudi sˇtevilo delnic, cˇe se
ustvari deljeno sredstvo [39].
• Prenosna (angl. Transfer) transakcija: Prenosna transakcija se
uporabi za posodobitev ali prenos lastniˇsva nad sredstvom. Nanasˇa se
lahko samo na eno sredstvo, oziroma njegove delnice [39].
Transakcija BigchainDB je niz JSON, ki je strukturiran v skladu s tran-
sakcijsko specifikacijo BigchainDB. Specifikacija dolocˇa pricˇakovane vrednosti
posameznih polj JSON, kako zgraditi transakcijo, kako preveriti pravilnost
njene strukture ter kako jo podpisati s svojim zasebnim kljucˇem [22]. V
transakciji se dolocˇi s katerim sredstvom se zˇeli delati in kaksˇna operacija
se izvede nad njim. Transakcija je najbolj osnoven tip podatka shranjen v
podatkovni bazi BigchainDB [39].
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Slika 3.1: Primer izpisa vsebine transakcije v formatu JSON
Komponente transakcije po vrsti iz slike 3.1:
• Enolicˇni identifikator transakcije (angl. id): Enolicˇni identifika-
tor transakcije je zgosˇcˇena vrednost SHA3-256 (varen zgosˇcˇevalni algo-
ritem 3 z rezultatom velikim 256 bitov (angl. secure hash algorithm 3
with 256 bit output) transakcije. Vzame se cel objekt JSON, pretvori
v bajte in potem zgosti z zgosˇcˇevalno funkcijo SHA3-256. Rezultat je
niz dolg 64 znakov [38].
• Verzija (angl. version): Verzija pove za katero transakcijsko speci-
fikacijo BigchainDB je narejena ta transakcija [38].
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• Vhodi (angl. inputs) in izhodi (angl. outputs): Transakcijski
vhodi in izhodi so mehanizem s pomocˇjo katerega se prenese nadzor ali
lastniˇstvo nad sredstvom oziroma njegovim delnicam [38].
Transakcijski vhod je, v konceptualnem smislu, kazalec na en izhod
od obstojecˇih transakcij. Dolocˇa kdo je bil prejˇsni lastnik sredstva in
zraven prilozˇi dokaz, da so bili pogoji za prenos lastniˇstva izpolnjeni
[22].
Transakcijski izhod dolocˇa pogoje, ki morajo biti izpolnjeni, da se pre-
nese lastniˇstvo nad nekim sredstvom. Najbolj osnoven pogoj, ki mora
biti izpolnjen, je podpis z zasebnim kljucˇem lastnika [22].
Posamezna transakcija lahko vsebuje vecˇ izhodov, s cˇimer se ustvarijo
deljena sredstva [22]. Pri tem je treba paziti, da je vsota sˇtevila sredstev
preko vseh izhodov enaka sˇtevilu sredstev v vhodu [39].
Izhodi podpirajo tudi uporabo kompleksnih pogojev. Primer komple-
ksnega pogoja je zahteva po podpisu z javnim kljucˇem vecˇ uporab-
nikov hkrati. Decentralizirana aplikacija BigchainDB za implementa-
cijo kompleksnih pogojev uporablja specifikacijo kripto-pogojev (angl.
crypto-conditions [37]) [38].
• Vhod:
Polje “izpolnjuje“ (angl. fullfils) dolocˇa na kateri izhod katere transak-
cije se nanasˇa ta vhod. Dolocˇi identifikator transakcije in indeks izhoda
transakcije, ker je izhodov lahko vecˇ. Pri ustvarjalna transakciji je to
polje prazno [38].
Polje “prejˇsni lastniki“ (angl. owners before) predstavlja seznam javnih
kljucˇev tega sredstva. V ustvarjalni transakciji predstavlja uporabnike,
ki so izdajatelji tega sredstva. Pri prenosni transakciji more biti enak
seznamu javnih kljucˇev v izbranem izhodu [38].
Polje “izpolnitev“ je dokaz, da je bil izpolnjen pogoj, ki ga dolocˇa
polje “izpolnjuje“. Vrednost je zgosˇcˇeni niz celotne transakcije, ki je
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bil podpisan s potrebnimi zasebnimi kljucˇi [38].
• Izhod:
Polje “pogoj“ (angl. condition) dolocˇa pogoj, ki bo moral biti izpolnjen,
cˇe zˇeli kdo uporabiti ta izhod, in njegov kriptografski URI. Decentrali-
zirana podatkovna baza BigchainDB za to uporablja kripto-pogoje, ki
definirajo dva tipa pogojev [38].
Prvi tip se imenuje pogoj ED25519-SHA-256 in kot cilj se pri tem tipu
nastavi en javni kljucˇ. Pogoj izpolni zasebni kljucˇ tega javnega kljucˇa
[38].
Drugi tip se imenuje pogoj THRESHOLD-SHA-256 in omogocˇa doda-
tno logiko pri postavljanju ciljev pri pogoju. S poljema prag (angl.
threshold) in podpogoji (angl. subconditions) dolocˇimo koliko pod-
pogojev more biti izpolnjenih, da se izpolni celoten pogoj. Podpogoj
je lahko obeh tipov. Zahteva enega podpogoja predstavlja ALI (angl.
OR) operacijo, zahteva vseh pa IN (angl. AND) operacijo [38].
Polje URI se generira po specifikacij kripto pogojev [37] [38].
• Operacija (angl. operation): Operacija dolocˇa tip transakcije.
Mozˇna tipa sta “CREATE“ (ustvarjalna transakcija) in “TRANSFER“
(prenosna transakcija) [38].
• Sredstvo (angl. asset): Sredstvo predstavlja podatke, ki jih shra-
nimo v podatkovno bazo. Polje je lahko prazno [38]. Zaradi nespremen-
ljivosti podatkov v podatkovni bazi, je treba podatke dolocˇiti samo pri
ustvarjalni transakciji [22]. Pri prenosnih transakcijah je treba podati
identifikator transakcije [38].
• Metapodatki (angl. metadata): Metapodatki so dodatni podatki,
ki se nanasˇajo na transakcijo. Posodobijo se lahko z vsako transakcijo
[22].
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3.4.6 Razvoj
Decentralizirana podatkovna baza BigchainDB podpira uporabo tako javnih
omrezˇij, kot tudi zasebno ustvarjenih omrezˇij. Koda za strezˇnike je odpr-
tokodna in ne potrebuje licence. V razvojnem okolju se priporocˇa uporaba
testnega omrezˇja BigchainDB Testnet [36], ki je namenjen gradnji aplikacij
za dokazovanje koncepta (angl. proof of concept).
Pri razvoju aplikacij, ki uporabljajo decentralizirano podatkovno bazo
BigchainDB, je najvecˇ dela z izgradnjo transakcij. Pri tem so v veliko pomocˇ
gonilniki (angl. drivers) BigchainDB. V cˇasu pisanja sta uradno podprta
gonilnika za programska jezika Python in JavaScript. Razvijalska skupnost
BigchainDB ponuja dodatno podporo za jezike Haskell, Go, Java in Ruby
[14].
Transakcijo se lahko zgradi tudi brez pomocˇi gonilnikov. Pri tem je treba
paziti, da je zgrajena v skladu s transakcijsko specifikacijo BigchainDB [39].
Paziti je potrebno tudi na skladnost s specifikacijo kripto-pogojev [37] za
izbrani programski jezik [38].
Koraki gradnje transakcije:
• Izberejo se pravilne vrednosti za verzijo, operacijo, sredstvo in meta-
podatke transakcije [38].
• Pridobijo se vsi javni kljucˇi, ki so potrebni v tej transakciji. Sem sodijo
kljucˇi tako preteklih kot novih uporabnikov [38].
• Ustvari se seznam vseh izhodov [38].
• Ustvari se seznam vseh vhodov. Vhodi sˇe nimajo izpolnjenega polja za
izpolnitev [38].
• Iz zgornjih elementov se sestavi asociativen seznam s pravilnimi kljucˇi.
Polje za identifikator transakcije je prazno [38].
• Iz seznama se ustvari niz, ki je oblikovan po formatu JSON. Ta se bo
kasneje uporabil pri kriptografskih operacijah [38].
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• Za vsak vhod:
– V primeru prenosne transakcije se nizu dodata vrednost identifi-
kator transakcije ter indeks izhoda, ki ga izpolnjujemo [38].
– Niz se pretvori v bajte in iz njega se izracˇuna zgosˇcˇena vrednost
SHA3-256 [38].
– Zgosˇcˇeno vrednost se kriptografsko podpiˇse s potrebnimi zaseb-
nimi kljucˇi. Pri tem se uporabi kripto-pogoje [37]. Izracˇunana
vrednost je vrednost izpolnitve pri tem vhodu [38].
• V poljih za vnose nastavimo vrednosti izpolnitev [38].
• Z uporabo postopa zgosˇcˇevanja se iz asociativnega seznama izracˇuna
identifikator transakcije. Ta se nastavi v asociativnem seznamu [38].
Transakcijo se nato posˇlje na spletni vmesnik BigchainDB z uporabo pro-
tokola HTTP. Za to se lahko uporabi gonilnik ali katerokoli drugo orodje, ki
podpira posˇiljanje preko protokola HTTP. Naslov URL (enolicˇni krajevnik
vira (angl. uniform resource locator)) je odvisen od omrezˇja, ki se uporablja
[23].
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Poglavje 4
Prenos podatkov v dApps
Pametne pogodbe Ethereum se lahko pogovarjajo samo z akterji znotraj
verige blokov. Viri izven verige blokov so tem pametnim pogodbam (in po-
sledicˇno decentraliziranim aplikacijam) nedosegljivi. Decentralizirane aplika-
cije, ki za svoje delovanje potrebujejo zunanje vire, tezˇavo resˇijo z uporabo
oraklov (angl. oracle). Orakel je storitev, ki od pametne pogodbe dobi zah-
tevo po zunanjem viru in ji ga priskrbi. Pametna pogodba mora oraklu
zaupati, da bo pridobil prave in resnicˇne podatke.
4.1 Koncept oraklov
Orakli so pomemben cˇlen ekosistema pametnih pogodb, katerih namen je pri-
dobivanje zunanjih podatkov. Orakel si lahko predstavljamo kot vmesnik, ki
Slika 4.1: Shema koncepta oraklov
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posreduje podatke med zunanjim virom podatkov in pametnimi pogodbami
[4]. Slika 4.1 prikazuje vlogo orakla v decentralizirani aplikaciji Ethereum.
Zunanje podatke v verigo blokov posredujejo s pomocˇjo transakcij [19], preko
varnih kanalov. Sposobni so prenasˇanja poljubnega tipa podatkov [4].
Orakli ne smejo spreminjati poslanih podatkov. Avtenticˇnost pridoblje-
nih podatkov dokazˇejo preko digitalnega podpisovanja. Digitalno podpiso-
vanje ne zagotavlja, da so pridobljeni podatki pravilni, saj je lahko orakel
napacˇne podatke dobil zˇe od zunanjega vira. Uporabnik mora posledicˇno
zaupati tudi zunanjemu viru, saj ta lahko spremeni podatke brez vednosti
svojih odjemalcev in lahko s tem povzrocˇi zlorabo aplikacije. Decentralizi-
rana aplikacija, ki mora slepo zaupati enemu centraliziranem viru, ni povsem
decentralizirana [4]. Ena od resˇitev je uporaba vecˇih virov hkrati. Orakel
ciljni podatek pridobi iz vecˇih virov in se na podlagi dobljenih podatkov
odlocˇi kaj bo poslal uporabniku. S tem se odpravi nevarnost centralizacije
zunanjega vira [4]. Omejitev se pojavi pri procesiranju podatkov iz razlicˇnih
virov. Vsak vir lahko posreduje podatke v razlicˇni obliki. [28].
Problem centralizacije se pojavi tudi pri oraklu samem. Ti so v glavnem
centralizirane storitve, ki zˇivijo izven verige blokov. Zaradi decentralizacij-
skih zahtev so se pojavili tudi decentralizirani orakli. To so orakli zgrajeni
na distribuiranih sistemih. Decentralizirani orakli omogocˇajo pridobivanja
podatkov iz neke druge verige blokov, kar bi dodatno zagotovilo avtenticˇnost
podatkov. Akterji v omrezˇju decentraliziranega orakla med seboj tekmujejo
pri pridobivanju pravilnih podatkov [4].
Pri vseh omenjenih oraklih je sˇe vedno prisotna mozˇnost napake. Na-
pako lahko naredi orakel ali pa je vir, od katerega podatke pridobiva ora-
kel, napacˇen. Obstaja tudi mozˇnost, da je podatek zˇe pri svojem vnosu bil
napacˇen. Nastane zahteva po zagotovilu, da je bil podatek pravilno ustvarjen
in da se ni spremenil od nastanka. To tezˇavo resˇujejo strojni (angl. hardware)
orakli. Strojni orakli so fizicˇne naprave, ki podatke posredujejo iz realnega
sveta. Uporabni so pri meritvah in v IoT (internet stvari (angl. internet
of things)). Pri tem potrebujejo mehanizem, ki preprecˇuje vdore v fizicˇno
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napravo, Naprave morajo preko digitalnega podpisovanja morajo dokazati
avtenticˇnost svojih podatkov. Taka resˇitev je mogocˇa samo pri podatkih, ki
jih je mocˇ izmeriti z napravami [4].
4.2 Projekt Oraclize in sorodni resˇitvi
4.2.1 Oraclize
Storitev Oraclize je vodilna orakel storitev za pametne pogodbe in aplika-
cije na verigi blokov, ki dnevno servira na tisocˇe zahtevkov. Na voljo je za
uporabo na platformah Ethereum, Rootstock, R3 Corda in EOS [28].
Storitev Oraclize je centralizirana storitev [10], ki od uporabnikov ne zah-
teva slepega zaupanja. Ob pridobljenih podatkih zraven prilozˇi dokument,
ki ga imenujejo dokaz avtenticˇnosti (angl. authenticity proof). Ta dokazuje,
da storitev Oraclize pridobljenih podatkov ni spreminjala [28].
Za uporabo storitve Oraclize v pametni pogodbi Ethereum se najprej
posˇlje transakcija na pametno pogodbo Oraclize. Pri transakciji se posˇlje
placˇilo in pravilno strukturirana poizvedba v obliki niza. Na podlagi poi-
zvedbe bo storitev Oraclize pridobil podatke in jih poslal nazaj na naslov
pogodbe, ki je zahtevala storitev. Storitev Oraklize ustvari novo transakcijo,
ko pridobi podatke iz zunanjega vira. Transakcijo posˇlje do pogodbe, ki je na-
redila poizvedbo. Pri tem klicˇe vnaprej dolocˇeno funkcijo pametne v katero
posreduje pridobljene podatke. Storitev Oraclize je v platformi Ethereum
podprt na glavnem omrezˇju in tudi vseh testnih omrezˇjih [4].
Poizvedba je seznam parametrov, ki morajo biti ovrednoteni, da se izvede
zahteva po viru podatkov. Prvi argument je glavni in obvezen. Dolocˇa
tip vira podatkov v zahtevku. Preostali argumenti dolocˇajo podatke, ki jih
pametna pogodba zˇeli poslati zunanjemu viru [28].
Storitev Oraclize podpira sledecˇe tipe virov podatkov [28]:
• URL: Omogocˇa dostop do spletnih strani in HTTP APIjev.
36 Aljazˇ Kozˇelj
• WolframAlpha: Omogocˇa dostop do racˇunskega stroja (angl. com-
putational engine) WolframAlpha.
• IPFS: Omogocˇa dostop do vsebine datoteke v decentraliziranem da-
totecˇnem sistemu IPFS.
• nakljucˇno: Vrne nakljucˇne bajte.
• racˇunanje: Vrne rezultat poljubne racˇunske operacije.
Pri procesiranju rezultatov zahtevka Oraclize omogocˇa uporabo JSON, XML,
HTML in binarnih pretvornikov [28].
4.2.2 ChainLink
Storitev ChainLink je varen vmesnik na verigi blokov, ki omogocˇa pametnim
pogodbam na razlicˇnih omrezˇji, da se povezˇejo z zunanjimi viri. Storitev je
ponujena na platformah Ethereum, Bitcoin in Hyperledge [10].
Omrezˇje LINK je prvo decentralizirano orakel omrezˇje. Omogocˇa ko-
murkoli, da varno zgradijo pametne pogodbe, ki imajo dostop do zunanjih
podatkov. Omrezˇje v zameno za kriptovaluto pametnim pogodbam prinasˇa
podatke [10].
Podatke priskrbijo vozliˇscˇa v decentraliziranem orakel omrezˇju. Ta imajo
denarno spodbudo, da pridobijo najboljˇse mozˇne podatke. Uporabniki imajo
zagotovljeno pristnost podatkov, saj jih preveri vecˇ neodvisnih virov. Pri
tem pomagajo vgrajeni sistem za ugled (angl. reputation system), sistem za
ponudbe (angl. bidding system) in decentralizirano omrezˇje, ki se zanasˇa na
neodvisne ponudnike orakel storitev. Slaba vozliˇscˇa v omrezˇju so kaznovana
ali pa odstranjena, najboljˇsa vozliˇscˇa pa so nagrajena in posledicˇno imajo
v omrezˇju najvecˇ zasluzˇka. S tem se spodbudi vozliˇscˇa, da vedno priskrbijo
pravilne podatke [10].
Storitev ChainLink je decentralizirana, zaradi cˇesar bo storitev vedno
dostopna, saj nima posamezne tocˇke izpada. Kvaliteta podatkov je zago-
tovljeno visoka, saj se ti cˇrpajo iz vecˇih virov hkrati. Koda, ki agregira
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rezultate razlicˇnih vozliˇscˇ v omrezˇju je javno pregledna. Vsak lahko preveri
kako natacˇno se izvaja [10]
Glavna prednost storitve ChainLink je v tem, da uporabniku ni treba
zaupati samo enemu viru zunanjih podatkov. To je posledica tega, da je v
omrezˇju vecˇ akterjev, kjer vsak preveri vecˇ mozˇnih virov. To je tudi glavna
razlika z ostalimi ponudniki.
4.2.3 Mobius
Protokol Mobius je omrezˇje, narejeno na verigi blokov, ki zˇeli to tehnologijo
verige blokov spraviti v popularno rabo (angl. mainstream). To zˇeli storiti
s tem, da razvijalcev ponudi mozˇnost ustvaritve lastnih decentraliziranih
aplikacij in sistema oraklov, ki bi povezal tok podatkov in vsakdanje aplikacije
z verigo blokov [26]. Mobius ni ponudnik oraklov, ampak so ti del ponudbe
na platformi [10].
Razvojna orodja in APIji omogocˇajo vsakemu razvijalcu programske opreme,
da ustvari decentralizirano aplikacijo brez veliko ucˇenja [26]. Protokol Mobius
ponuja visoko skalabilnost, varnost in nizke cene transakcij. Na Mobiusovi
trzˇnici decentraliziranih aplikacij se sprejemajo placˇila s hitrostjo vecˇ kot tisocˇ
transakcij na sekundo. To je bistveno hitreje kot omogocˇa omrezˇje Ethereum
pri placˇevanju s kriptovaluto Ether ali ERC20 zˇetoni. Transakcije so tudi
bistveno cenejˇse, saj protokol Mobius lahko naredi vecˇ kot 400.000 transak-
cij za ceno enega dolarja [26]. V cˇasu pisanja je povprecˇna cena transakcije
Ethereum stala 18 centov, z obcˇasno rastjo na 1 dolar [11].
4.2.4 Izbira produkta
Za uporabo pri prakticˇnem primeru smo izbrali storitev Oraclize. Storitev
ChainLink je sˇe vedno v fazi razvoja in njena uporaba ni bila mogocˇa. V pri-
merjavi s protokolom Mobius je storitev Oraclize lazˇja za uporabo s Ethereum
pametnimi pogodbami, ponuja boljˇso integracijo in ima vecˇ dokumentacije.
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Poglavje 5
Prakticˇen primer
Drugi cilj diplomske naloge je bila ustvaritev decentralizirane aplikacije, ki bi
predstavila uporabo opisanih tehnologij. Ustvarili smo decentralizirano apli-
kacijo, ki omogocˇa upravljanje s placˇniˇskimi in neplacˇniˇskimi vstopnicami.
Decentralizirano aplikacijo smo zgradili v platformi Ethereum. S tem smo
prikazali izgradnjo decentraliziranih aplikacij Ethereum . Za delno hranje-
nje podatkov smo uporabili decentralizirano podatkovno bazo BigchainDB.
Cilj je bil uporaba teh tehnologij v prakticˇnem primeru. Prikazali smo tudi
trenutne omejitve decentraliziranih tehnologij.
5.1 Opredelitev problema
V okviru diplomske naloge smo ustvarili aplikacijo, s pomocˇjo katero de-
monstriramo uporabo raziskanih tehnologij. Domena aplikacije je spletna
prodajalna in menjalnica vstopnic. Ob ustvaritvi aplikacije, administrator
dolocˇi ime dogodka, zacˇetno ceno vstopnic in kolicˇino vstopnic. Aplikacija
definira dva tipa vstopnic.
Prvi tip vstopnic so placˇniˇske vstopnice. Te lahko uporabniki kupijo preko
svojih racˇunov v verigi blokov Ethereum, cˇe so karte sˇe na voljo. Vsak racˇun
Ethereum si lahko lasti le eno karto. Za to omejitev smo se odlocˇili, ker v
okviru te aplikacije ni bilo potrebe po implementaciji dodatne logike, ki bi
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skrbela za nakup vecˇih kart.
Drugi tip vstopnic so neplacˇniˇske vstopnice. Lastniˇstvo teh je dolocˇeno
preko uporabnikovega javnega kljucˇa BigchainDB. Na zacˇetku si vse karte
lasti administrator, ki jih nato deli s preostalimi ljudmi. Namenjene so delje-
nju vstopnic s svojimi znancem. Nov lastnik vstopnice lahko svojo vstopnico
prenese na drugo osebo.
Na ciljni strani aplikacije lahko uporabnik preveri svoje lastniˇstvo nad
obema tipoma vstopnic. To stori tako, da posreduje svoj racˇun Ethereum ali
svoj javni kljucˇ BigchainDB.
Ciljna stran uporabniku omogocˇa tudi nakup placˇniˇske vstopnice ali pre-
nos neplacˇniˇske vstopnice. Ob nakupu placˇniˇske karte mora imeti dostop
do spletne denarnice Ethereum, s pomocˇjo katere se podpiˇse transakcija.
Pri prenosu neplacˇniˇske vstopnice ima na voljo svojo zalogo vstopnic poslati
najvecˇ trem drugim osebam. To dolocˇi preko njihovih javnih kljucˇev Bigcha-
inDB. Cˇe zˇeli obdrzˇati del teh kart, mora sebe navesti kot enega izmed njih.
Ob prenosu je potrebno posredovati svoj zasebni kljucˇ BigchainDB.
Administrator lahko ob posredovanju svojega zasebnega kljucˇa Bigcha-
inDB spremeni ceno placˇljive vstopnice. Sprememba cene se bo v pametnimi
pogodbi uveljavila v najvecˇ enem dnevu, saj pogodba po tej informaciji pov-
prasˇa enkrat na dan. Razlog za to je cena povprasˇevanj v storitvi Oraclize.
Poleg ciljne strani obstaja tudi stran, na kateri se dokazˇe lastniˇstvo nad
obema tipoma vstopnic. Dokazilo lastniˇstva nad placˇljivo vstopnico se dokazˇe
s pomocˇjo podpisovanja z denarnico Ethereum. Lastniˇstvo neplacˇljive vsto-
pnice se pa dokazˇe preko posredovanja tako javnega kot zasebnega kljucˇa
BigchainDB. Pri tem se vstopnica porabi.
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5.1.1 Diagram primerov uporabe
Slika 5.1 prikazuje diagram primerov uporabe. Predvidena sta dva tipa upo-
rabnikov:
• Uporabnik: Uporabnik lahko v aplikaciji kupi placˇniˇske vstopnice,
prenese svoje neplacˇniˇske vstopnice ter preveri in dokazˇe lastniˇstvo
obeh tipov vstopnic.
• Administrator: Administrator lahko inicializira spletno prodajalno
in menjalnico vstopnic ter nastavi ceno placˇniˇskih vstopnic. Ima tudi
vlogo uporabnika in ima dostop do vseh njegov pravic.
Slika 5.1: Diagram primera uporabe
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5.2 Arhitektura aplikacije
Arhitekturo nasˇe decentralizirane aplikacije smo prikazali na sliki 5.2.
Slika 5.2: Shema arhitekture aplikacije
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5.2.1 Podatkovni nivo
Na podatkovnem nivoju se nahaja decentralizirana podatkovna baza Bigcha-
inDB. Ta omogocˇi decentralizirano ustvaritev in nadzor nad digitalnimi sred-
stvi [22]. V decentralizirani aplikaciji je uporabljena za upravljanje sledecˇih
sredstev:
• Sredstvo, ki opisuje dogodek. To je deljiv tip sredstva. Vsak delezˇ
predstavlja eno neplacˇniˇsko vstopnico za dogodek.
• Sredstvo, ki opisuje ceno placˇniˇske vstopnice za dogodek. Upravljalec
tega sredstva je administrator.
5.2.2 Poslovna logika
Na nivoju poslovne logike se nahaja pametna pogodba Ethereum. Njena
naloga je obravnavati zahteve po nakupu placˇniˇskih vstopnic in poizvedbe o
njihovem lastniˇstvu. Pogodba je vezana na digitalni sredstvi BigchainDB, ki
opisujeta dogodek in ceno vstopnic.
Pametna pogodba ima tudi nalogo, da preverja morebitne spremembe o
ceni vstopnice. Ta informacija se nahaja v decentralizirani podatkovni bazi
BigchainDB v podatkovnem nivoju. Pogodba ni sposobna komunicirati z
napravami izven omrezˇja Ethereum [19] in mora uporabiti orakel storitev,
kot je prikazano na sliki 5.2.
Storitev Oraclize ponuja dobro integracijo z decentraliziranimi aplikaci-
jami Ethereum in omogocˇa razcˇlenjevanje formata JSON. Pri tem je treba pa-
ziti, da pametna pogodba razsˇirja pametno pogodbo usingOraclize, drugacˇe
pogodba nima dostopa do funkcionalnosti storitve Oraclize [28]. Naloga sto-
ritve Oraclize je, da enkrat na dan iz decentralizirane podatkovne baze Bi-
gchainDB pridobi informacijo o ceni vstopnice. Ta informacija se shrani v
pametni pogodbi.
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5.2.3 Predstavitveni nivo
Predstavitveni nivo je predstavljen s spletno aplikacijo. Naloga spletne apli-
kacije je prikazovanje uporabniˇskega vmesnika in obdelava uporabnikovih
zahtev. To je edini del aplikacije, s katerim ima uporabnik interakcijo.
Spletna aplikacija se povezuje s pametno pogodbo na nivoju poslovne lo-
gike preko knjizˇnice web3.js. V pametno pogodbo posreduje zahteve uporab-
nika po nakupu in preverjanju lastniˇstva placˇniˇske vstopnice. Ob upravljanju
z neplacˇniˇskimi vstopnicami se spletna aplikacija neposredno povezˇe na po-
datkovni nivo kot je prikazano na sliki 5.2. Z digitalnimi sredstvi znotraj
decentralizirane podatkovne baze BigchainDB upravlja s pomocˇjo Javascript
gonilnika BigchainDB.
Uporabniˇski vmesnik je zgrajen s pomocˇjo osnovnih spletnih tehnologij
HTML, CSS in JavaScript. Pri tem se uporabijo tudi dodatne tehnologije,
ki olajˇsajo razvoj in omogocˇijo dodatne funkcionalnosti.
Uporabljene tehnologije na predstavitvenem nivoju:
• jQuery: jQuery je hitra, majhna in funkcionalno-polna Javascript
knjizˇnica. Omogocˇa obdelavo in manipulacijo HTML dokumentov ter
delo z animacijami, dogodki in asinhronimi operacijami. Podpira upo-
rabo na vecˇih brskalnikih.
jQuery je v spletni aplikaciji uporabljen za dinamicˇno prikazovanje ele-
mentov na spletni strani. Prikaz je odvisn od interakcije uporabnika.
• Boostrap: Bootstrap je odprtokodno orodje, ki je namenjeno razvoju
s HTML, CSS in JavaScript tehnologijami. Omogocˇa hitro prototipira-
nje spletnih strani s pomocˇjo vnaprej zgrajenih komponent in uporabo
jQuery-ja.
V spletni aplikaciji so uporabljene Boostrap componente za karto, gumbe
in vnosna polja.
• web3.js: web3.js je JavaScript knjizˇnica, ki implementira genericˇno
implementacijo vmesnika JSON RPC [30]. Omogocˇa interakcijo z vo-
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zliˇscˇi Ethereum preko protokola HTTP ali povezave IPC (medprocesna
komunikacija (angl. inter-process communication)). Knjizˇnico vkljucˇi
razvijalec sam ali pa jo priskrbi brskalnik Ethereum [30]. Primer takega
brskalnika je vticˇnik MetaMask. Prednost pri tej izbiri je ta, da vticˇnik
MetaMask omogocˇi dostop do racˇunov Ethereum iz svoje denarnice
[25].
• Javascript gonilnik BigchainDB: Gonilnik omogocˇa izgradnjo in
izpolnjevanje transakcij BigchainDB, ter posˇiljanje teh v omrezˇje [14].
5.3 Podrobnosti razvoja
Pred zacˇetkom razvoja se je ustvarilo repozitorij Git. Orodje Git je odprtoko-
dno orodje za nadzor nad verzijami datotek. V repozitorij[1] so se shranjevale
vse verzije datotek. S tem se je preprecˇila morebitna izguba pomembnih da-
totek. Repozitorij se nahaja na oddaljenem spletnem strezˇniku ponudnika
Github.
5.3.1 Razvoj pametne pogodbe
Razvoj resˇitve za nakup vstopnic se je zacˇel z razvojem pametne pogodbe.
Pametno pogodbo smo razvijali v razvojnem okolju Remix. Razvojno okolje
Remix je odprtokodno orodje, ki omogocˇa razvoj pametnih pogodb Solidity
v brskalniku [33].
Za pisanje kode Solidity smo uporabili integrirano razvojno okolje (angl.
integrated development environment (IDE)) Remix. Integrirano razvojno
okolje Remix smo uporabili tudi za prevajanje kode in postavljanje prevedene
kode v verigo blokov Ethereum. Pri postavljanju pogodbe v verigo blokov
ima razvijalec mozˇnost posˇiljanja kriptovalute Ether ob postavitvi pogodbe.
To bo zacˇetno stanje kriptovalute Ether na tej pametni pogodbi.
Pogodba se postavi preko transakcije, ki je stane plin. Zaradi tega je
potrebno transakcije podpisati z zasebnim kljucˇem. V ta namen smo upo-
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rabili vticˇnik MetaMask. Vticˇnik MetaMask spremeni brskalnik Chrome v
brskalnik Ethereum, saj v vsako spletno stran injicira svojo knjizˇnico web3.js.
MetaMask sluzˇi tudi kot denarnica Ethereum in omogocˇa ustvaritev racˇunov
Ethereum [25].
Celoten razvoj smo izvajali na testnem omrezˇju Ropsten [36]. Testno
kriptovaluto Ether smo pridobili s pomocˇjo pipe Ethereum za testno omrezˇje
Ropsten. Na tej spletni strani se vnese naslov uporabnikovega racˇuna Ethe-
reum, ki ga ima uporabnik v testnem omrezˇju Ropsten. Ta spletna stran na
podan racˇun Ethereum prenese kriptovaluto Ether [20].
5.3.2 Razvoj spletne aplikacije
Spletno aplikacijo smo razvijali v urejevalniku kode Visual Studio Code. Hi-
tro prototipiranje spletnih strani smo izvajali s pomocˇjo knjizˇnic Bootstrap
[7] in jQuery [24]. V pomocˇ nam je bila spletna stran z Boostrap dokumen-
tacijo in primeri.
V okviru spletne aplikacije smo razvili tudi vso logiko, ki upravljala s
sredstvi BigchainDB. Pri tem smo uporabili JavaScript gonilnik BigchainDB
[14] in testno omrezˇje BigchainDB. Dostop do testnega omrezˇja smo pridobili
na spletni strani [5].
Na koncu je bilo potrebno spletno aplikacijo povezati s pametno pogodbo
Ethereum. V ta namen smo uporabili knjizˇnico web3.js, katero priskrbi
vticˇnik MetaMask, in vmesnik ABI (binarni vmesnik aplikacije (angl. appli-
cation binary interface)), ki se je generiral pri prevajanju kode v razvojnem
okolju Remixu. Vmesnik ABI definira katere funkcije v pametni pogodbi
lahko klicˇe knjizˇnica web3.js. Ta vmesnik smo v aplikacijo vkljucˇili preko
njemu namenjene datoteke, ki jo uporabijo ostale datoteke JavaScript.
Kot zanimivost pri razvoju je treba omenit, da vticˇnik MetaMask zah-
teva, da se knjizˇnico web3.js, ki jo injicira, uporablja samo na straneh, ki jih
gosti spletni strezˇnik [25]. Resˇitev nam je ponudila uporaba Pythonovega
SimpleHTTPServerja, ki omogocˇa postavitev strezˇnika brez konfiguracije z
enim ukazom. Strezˇnik se je pognal v mapi z vsemi datotekami. Tam poiˇscˇe
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datoteko imenovano “index.html“, ki potem sluzˇi kot korenska stran strezˇnika
[32].
5.4 Opis delovanja
5.4.1 Postavitev pametne pogodbe in inicializacija do-
godka
Prvi korak pri postavitvi celotne aplikacije je postavitev pametne pogodbe.
Pametno pogodbo se postavi s pomocˇjo spletnega razvojnega okolja Remix.
Po prevodu kode, je potrebno nastaviti kolicˇino kriptovalute Ether, ki se bo
poslala zraven ob postavitvi. Ta kolicˇina se bo cˇez cˇas porabila za prozˇenje
poizvedb v storitvi Oraclize. Administrator, ki se zaveda cene dnevne po-
izvedbe Oraclize, bo posredovano vrednost nastavil za nekaj dni. Od tam
naprej bo dobicˇek od prodanih vstopnic kril nadaljne poizvedbe. Po na-
stavljeni vrednosti se v razvojnem okolju Remix sprozˇi postavitev pametne
pogodbe. Pri tem je treba transakcijo, ki vsebuje postavitev, podpisati z
denarnico Ethereum.
Pri svezˇe postavljeni pametni pogodbi, je potrebno najprej inicializirati
dogodek. V kolikor dogodek ni inicializiran, bodo vse zahteve na spletni
strani preusmerjene na stran, kjer se dogodek inicializira. Dogodek iniciali-
zira uporabnik, ki je postavil pametno pogodbo.
Na strani za inicializaciji je potrebno izpolnit vsa vnosna polja:
• Ime dogodka
• Cena placˇniˇske vstopnice (v wei)
• Sˇtevilo placˇniˇskih vstopnic
• Sˇtevilo neplacˇniˇskih vstopnic
• Javni kljucˇ BigchainDB
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• Zasebni kljucˇ BigchainDB
Inicializacija se sprozˇi, ko uporabnik izpolni vse polja in pritisne na gumb
za potrditev. Najprej se s pomocˇjo gonilnika BigchainDB ustvarita sredstvi
za dogodek in za ceno dogodka. Pri sredstvu za dogodek se sˇtevilo delezˇev
nastavi na sˇtevilo vseh neplacˇniˇskih vstopnic. Pogoj za izpolnitev izhodov
pri obeh sredstvih je zasebni kljucˇ BigchainDB, ki ga je priskrbel uporabnik.
S tem se dolocˇi zacˇetnega lastnika vseh neplacˇniˇskih vstopnic ter administra-
torja, ki bo upravljal s ceno placˇniˇskih vstopnic.
Ob uspesˇnem ustvaritvi obeh sredstev, se njuna identifikatorja in sˇtevilo
placˇniˇskih vstopnic posˇljejo na funkcijo pametne pogodbe, ki bo inicializi-
rala decentralizirano aplikacijo s pravimi podatki. Ti se v pametni pogodbi
shranijo, ob tem se tudi ustvari poizvedni niz za storitev Oraclize. Niz je
strukturiran tako, da pridobi informacijo o ceni vstopnic iz metapodatkov iz
najnovejˇse transakcije od sredstva BigchainDB s ceno. V sklopu inicializacije
se tudi prvicˇ prozˇi poizvedba Oraclize. Cena te poizvedbe je 0 plina, ker je to
prva poizvedba Oraclize iz te pametne pogodbe [28]. Preden se transakcija
izvede, je potreben podpis z denarnico Ethereum.
V kolikor se transakcija Ethereum, ki inicializira aplikacijo, uspesˇno za-
kljucˇi, ostale funcionalnosti aplikacije postanejo na voljo ostalim uporabni-
kom. Izjema je funckionalnost nakupa placˇniˇske vstopnice, ki mora pocˇakati
na rezultat prve Oraclize poizvedbe, preden postane uporabna.
5.4.2 Pregled lastniˇstva
Ob uspesˇni inicializaciji aplikacije, je uporabnik preusmerjen na ciljno stran.
Tam ga pricˇakata dve vnosni polji, ki ju lahko izpolni:
• Polje za javni kljucˇ BigchainDB
• Polje za naslov racˇuna Ethereum
Ob izpolnitvi javnega kljucˇa BigchainDB, se uporabniku prikazˇejo vse
vstopnice, pri katerih ima njegov javni kljucˇ lastniˇstvo. Te so predstavljene
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v obliki izhodov, ki so na voljo uporabniku. Ob tem se izpiˇse tudi kolicˇina
vstopnic, ki so prepisane izhodu.
V primeru, da je bilo posredovan javni kljucˇ administratorja za ceno
vstopnic, se pokazˇe dodatno polje, kjer ima uporabnik mozˇnost spremembe
cene vstopnic.
Ob izpolnitvi naslova racˇuna Ethereum se uporabniku prikazˇe mozˇnost
nakupa vstopnice oziroma sporocˇilo, da si uporabnik vstopnico zˇe lasti. Pri
tem se preko knjizˇnice web3.js dostopa do pametne pogodbe, kjer jo pov-
prasˇa po ceni vstopnice in sˇtevilu preostalih vstopnic. Povprasˇa tudi, cˇe si
prilozˇen naslov Ethereum zˇe lasti vstopnico. Uporabnik ima mozˇnost nakupa
vstopnice, cˇe je sˇe nima v svoji lasti in niso bile sˇe vse prodane.
5.4.3 Prenos neplacˇniˇskih vstopnic
Uporabnik, ki je lastnik vsaj ene neplacˇniˇske vstopnice, ima mozˇnost prenesti
lastniˇstvo te vstopnice na nekoga drugega.
Ob izbiri enega izhoda, se mu odpre obrazec, ki ga mora izpolniti za
prenos. Izpolniti mora polja za:
• Svoj zasebni kljucˇ BigchainDB.
• Sˇtevilo novih izhodov. Sˇtevilo je omejeno na 3, zaradi lazˇjega razvoja.
• Javne kljucˇe BigchainDB novih lastnikov. Sˇtevilo teh je odvisno od
izbire sˇtevila izhodov.
• Sˇtevilo vstopnic pri vsakem novem izhodu. Vsota vseh mora biti enaka
kolicˇini vstopnic v izhodu, ki ga izpolnjujemo.
Ob potrditvi se najprej pridobita transakcija in izhod, ki ga zˇelimo iz-
polniti. S pomocˇjo izpolnjenih polj in pridobljenih transakcije in izhoda, se
sestavi transakcija BigchainDB, ki prenese lastniˇstvo na nove lastnike. Njeni
izhodi so preslikave izpolnjenih polj v obrazcu. Podpisano transakcijo se
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posˇlje v omrezˇje BigchainDB. Ob potrditvi transakcije, se osvezˇi uporabniˇski
vmesnik in uporabnik ne vidi vecˇ izhoda, ki ga je pravkar izpolnil.
V kolikor lastnik hocˇe ostati lastnik dela vstopnic, se mora nastaviti kot
novi lastnik s tem, da v obrazec zapiˇse tudi svoj javni kljucˇ.
5.4.4 Nakup placˇniˇske vstopnice
Uporabnik, ki ima omogocˇen nakup vstopnice, se lahko odlocˇi za nakup lete.
Ob potrditvi nakupa, se ustvari transakcijski objekt, ki potrebuje sledecˇe
informacije:
• Naslov Ethereum, ki kupuje vstopnice.
• Vrednost, ki jo bo uporabnik poslal v pogodbo. To predstavlja ceno
vstopnice.
• Plin, ki bo potreben za izvedbo transakcije.
Ta objekt se posreduje ob klicu funkcije za nakup vstopnice na pametni
pogodbi. Za to se uporabi knjizˇnico web3.js, ki sprozˇi zahtevo po podpisu
transakcije z denarnico Ethereum.
Funkcija za nakup na pametni pogodbi najprej sˇe enkrat preveri, cˇe je
nakup mozˇen, in cˇe je bila poslana zadostna vrednost. V primeru, da je bil
klic funckije ustrezen se zmanjˇsa sˇtevilo mozˇnih vstopnic in kupcu pripiˇse,
da si lasti vstopnico. Uporabniku se ob uspesˇni transakciji na uporabniˇskem
vmesniku sporocˇi, da je bil nakup uspesˇno opravljen in, da si lasti vstopnico.
5.4.5 Sprememba cene vstopnic
Ta mozˇnost se pojavi le osebi, ki je zadolzˇena za spremembo cene. Za spre-
membo cene mora vpisati svoj zasebni kljucˇ BigchainDB in novo ceno vsto-
pnice (v wei).
Ob potrditvi, se najprej pridobi indentifikator za sredstvo, ki opisuje ceno
vstopnice. Identifikator je shranjen kot javna spremenljivka v pametni po-
godbi. Za dostop do spremenljivke se uporabi knjizˇnica web3.js. S pomocˇjo
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identifikatorja in gonilnika BigchainDB se pridobi najnovejˇso transakcijo in
izhod, ki mora biti izpolnjen. Iz izhoda in transakcije se ustvari nova tran-
sakcija, ki bo spremenila ceno vstopnice. Zaradi nespremenljivosti sredstev v
decentralizirani podatkovni bazi BigchainDB se ceno shrani v metapodatkih.
5.4.6 Dokaz lastniˇstva neplacˇniˇske vstopnice
Pri dokazovanju lastniˇstva neplacˇniˇske vstopnice mora uporabnik posredovati
svoj par javnega in zasebnega kljucˇa BigchainDB. Dokazati je treba, da je
uporabnik lastnik posredovanega javnega kljucˇa BigchanDB.
Ob potrditvi se najprej iz pametne pogodbe pridobi identifikator sred-
stva, ki opisuje dogodek. Nato se pridobi prvi izhod, ki ustreza prilozˇenemu
javnemu kljucˇu. Ustvari se nova transakcija, ki porabi izbrani izhod. Tran-
sakcijo se podpiˇse s prilozˇenim zasebnim kljucˇem in posˇlje v omrezˇje Bigcha-
inDB. Pri tem se ponovno uporabi gonilnik BigchainDB. V primeru, da se
transakcija uspesˇno izvede, je bilo dokazano lastniˇstvo nad vstopnico.
Neplacˇniˇske vstopnice so prenosljive, zato je treba preprecˇiti, da se ista
vstopnica uporabi vecˇkrat. Decentralizirana podatkovna baza BigchainDB je
nespremenljiva, zato ni mogocˇe zbrisati delezˇa sredstva. Zato se pri transak-
ciji, ki je uporabljena za dokazovanje lastniˇsva, generira nov javni kljucˇ Bi-
gchainDB, ki postane pogoj izhoda. Za generiranje kljucˇa se uporabi gonilnik
BigchainDB. Generirani javni kljucˇ BigchainDB je nakljucˇen, kar zagotavlja
izredno majhno mozˇnost, da kdo najde njegov zasebni kljucˇ BigchainDB.
Vstopnica ni zbrisana, ampak je njen prenos prakticˇno nemogocˇ [8].
5.4.7 Dokaz lastniˇstva placˇniˇske vstopnice
Pri dokazovanju lastniˇstva placˇniˇske vstopnice je treba posredovati naslov
Ethereum.
Najprej je treba dokazati, da je uporabnik lastnik posredovanega naslova
Ethereum. S pomocˇjo knjizˇnice web3.js se najprej kriptografsko podpiˇse
nakljucˇen niz. Podpis zahteva potrdilo denarnice Ethereum.
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Iz podpisanega niza se potem, spet s pomocˇjo knjizˇnice web3.js, izlusˇcˇi
naslov Ethereum, ki je podpisal niz. Cˇe sta izlusˇcˇen naslov Ethereum in
posredovan naslov Ethereum enaka, potem je uporabnik dokazal, da je lastnik
tega naslova [43].
Po dokazilu lastniˇstva racˇuna Ethereum je treba preveriti, ali si ta racˇun
lasti placˇniˇsko vstopnico. To se preveri preko knjizˇnice web3.js, ki klicˇe funk-
cijo na pametni pogodbi, ki to preveri. V primeru, da je lastniˇstvo potrjeno,
je uporabnik dokazal, da ima kupljeno vstopnico.
Placˇniˇske vstopnice niso prenosljive, torej ni potrebe po dodatni logiki,
ki bi preprecˇila vecˇkratno uporabo istih kart.
5.5 Nacˇin testiranja
5.5.1 Testiranje pametne pogodbe
Slika 5.3: Primer izpisa statusa uspesˇne transakcije Ethereum
Testiranje pametne pogodbe se je izvajalo v razvojnem okolju Remix.
Razvojno okolje Remix omogocˇa, da se za klicanje funkcij pametne pogodbe
in preverjanje stanj spremenljivk uporabi kar uporabniˇski vmesnik. Pri tem
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smo si izpisovali stanje transakcij kar prikazuje slika 5.3. Razvojno okolje
Remix omogocˇa preprosto in hitro postavljanje novih pogodb in s tem hitro
testiranje novih funkcij ali spremenljivk.
Preverjanje dogajanja znotraj posamezne funkcije se je preverjalo s pomocˇjo
dogodkov (angl. events). Te se je nadzorovalo s pomocˇjo poslusˇalcev, ki so
bili ustvarjeni s pomocˇjo knjizˇnice web3.js. Knjizˇnica web3.js je sluzˇila tudi
pri preverjanju stanja vrednosti v pogodbi, s cˇimer se je poskusˇalo dolocˇiti
pravilno kolicˇino zacˇetne vrednosti na pogodbi.
Slika 5.4: Primer izpisa prenosne transakcije BigchainDB
Delo z decentralizirano podatkovno bazo BigchainDB se je testiralo s
pomocˇjo izpisovanja transakcij, ki so bile sprejete v omrezˇje BigchainDB.
Primer izpisa transakcije je prikazan na sliki 5.4. Do transakcij se lahko
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dostopa v brskalniku tudi preko vmesnika HTTP [23] ali s pomocˇjo gonilnika
BigchainDB [14].
V namen testiranja se je ustvarilo tudi vecˇ uporabniˇskih racˇunov Bigcha-
inDB, ki so si med testiranjam izmenjevali lastniˇstva nad vstopnicami.
Poglavje 6
Zakljucˇek
Glavni cilj diplomske naloge smo realizirali s proucˇitvijo podrocˇja decentra-
liziranih aplikacij in podrocˇja decentraliziranega hranjenja podatkov. Opi-
sali smo koncept decentraliziranih aplikacij in verige blokov, ki je osnova
decentralizacije. Natacˇneje smo pregledali platformo Ethereum in gradnjo
decentraliziranih aplikacij na tej njej. Pri decentraliziranem hranjenju po-
datkov smo se osredotocˇili na decentralizirano podatkovno bazo BigchainDB
in njene koncepte. Proucˇili smo tudi koncept oraklov, ki so potrebni za ko-
munikacijo med verigo blokov Ethereum in decentralizirano podatkovno bazo
BigchainDB.
S pomocˇjo prakticˇnega primera smo prikazali danasˇnje omejitve decen-
traliziranih aplikacij. Glavna tezˇava, ki jo je potrebno resˇiti je hitrost spre-
jemanja transakcij, saj gradnja hitro odzivnih aplikacij trenutno ni mogocˇa.
Omejitev je tudi v tezˇavnosti izvajanja aplikacij, ki jih lahko gosti platforma
Ethereum. Cena plina raste hitro s kompleksnostjo pametnih pogodb, zato
je razvoj aplikacij precej omejen. Dodatna tezˇava je pridobivanje podat-
kov izven omrezˇja Ethereum. Uporaba oraklov dodatno povecˇa neodzivnost
aplikacije in lahko zmanjˇsa zaupanje med uporabniki aplikacije in njenimi
razvijalci. Prakticˇen primer in opis omejitev smo naredili v okviru drugega
cilja diplomske naloge, ki je bil s tem uspesˇno izpolnjen.
Prvoten nacˇrt prakticˇnega primera je predvidel vecˇ komunikacije med de-
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centralizirano aplikacijo Ethereum in decentralizirano podatkovno bazo Bi-
gchainDB. Ugotovili smo, da to ni mogocˇe zaradi omejitev pri decentralizira-
nih aplikacijah. Resˇevanje teh omejitev ostaja naloga za nadaljni razvoj. Z
njihovo odpravo bodo decentralizirane aplikacije postale enakovredna resˇitev
klasicˇnim aplikacijam.
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