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Bakalářská práce se zabývá srovnáním tří používaných kryptografických knihoven v pro-
středí operačního systému Linux. Jedná se o knihovny GnuTLS/nettle, NSS a OpenSSL.
Tyto jsou srovnány z hlediska podpory základní kryptografické funkcionality (symetrické a
asymetrické šifry, hashovací algoritmy, SSL/TLS), práce s hardwarovými tokeny a s proto-
koly SSL/TLS. Knihovny jsou dále srovnány z hlediska návrhu API se zaměřením na jeho
stabilitu a práci s certifikáty a možnosti více nezávislých použití knihovny v rámci jednoho
procesu.
Abstract
Bachelor’s thesis deals with the comparison of the three cryptographic libraries used in the
Linux environment. These are GnuTLS/nettle, NSS and OpenSSL. These are compared in
terms of support for basic cryptographic functionality (symmetric and asymmetric ciphers,
hash algorithms, SSL/TLS), working with hardware tokens and SSL/TLS. Libraries are
also compared in terms of API design with a focus on stability and work with certificates
and the possibility of more independent use of the library in a single process.
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V dnešní době je kryptografie používána prakticky ve všech oblastech, které mají co do
činění s počítači či sítěmi. Ať už se jedná o internetové bankovnictví, platby platebními
kartami přes Internet, šifrování souborů, disků nebo jen zabezpečený přístup na běžné
webové stránky či šifrované zálohy citlivých dat.
Pro usnadnění práce programátorům byly vytvořeny kryptografické knihovny, které im-
plementují požadovanou kryptografickou funkcionalitu. Výhodou použití zaběhlých kryp-
tografických knihoven je nejenom usnadnění práce programátorovi, který nemusí požadova-
nou funkcionalitu implementovat sám, ale i vyšší bezpečnost, jelikož knihovny jsou ověřené
mnohým používáním a mnohdy i certifikací.
S postupem času došlo k situaci, kdy existuje více kryptografických knihoven, které im-
plementují podobnou funkcionalitu. Například v operačním systému Fedora je k dispozici
přibližně 10 různých knihoven implementujících kryptografickou funkcionalitu [13]. V ta-
kovéto situaci, kdy ani jedna z daných knihoven výrazně nevyčnívá nad ostatní, používají
různé projekty různé knihovny. Tímto je částečně smazána výhoda používání knihoven,
protože všechny používané knihovny musí být ověřovány a spravovány. Zároveň může v ta-
kové situaci docházet k problémům se spoluprací knihoven, například z pohledu správy
certifikátů.
Z těchto důvodů běží okolo operačního systému Fedora projekt nazvaný FedoraCryp-
toConsolidation [13] jehož cílem je vybrat jednu z používaných kryptografických knihoven,
identifikovat její nedostatky a vylepšit ji. Tato knihovna by se do budoucna stala používanou
a doporučovanou v celém projektu Fedora.
Cílem práce je popis vybraných kryptografických knihoven z prostředí operačního sys-
tému Linux. Jde o srovnání jejich vlastností nejen z hlediska podpory základní kryptogra-
fické funkcionality jako symetrické a asymetrické šifry, hashovací algoritmy či podpisové
algoritmy, ale i z hlediska podpory vyšších formátů a pokročilé kryptografické funkcionality
jako protokoly SSL/TLS, standardy PKCS a využití pokročilých technologií jako například
různé specializované instrukce pro zvýšení výkonu knihoven.
Dalším cílem je také srovnání kryptografických knihoven z hlediska jejich API. Kon-
krétně jeho stability, jednoduchosti a použitelnosti pro práci s protokoly a formáty dat
na vyšší úrovni. Jde například o práci s PKCS #11 tokeny, protokoly SSL/TLS či práci
s certifikáty.
Výsledkem práce je srovnání daných kryptografických knihoven ve vybraných metrikách,
popis výhod a nevýhod jednotlivých knihoven a upozornění na případné neobvyklé aspekty
jednotlivých srovnávaných knihoven. Dále pak program sloužící k porovnání výkonnosti




Obsahem kapitoly Úvod je popis zadání a účelu práce a stručný popis jednotlivých kapitol
práce.
V kapitole Teoretický úvod se věnuji teoretickému úvodu do problematiky, konkrétně
popisuji symetrickou a asymetrickou kryptografii, digitální podpisy a kontrolní součty (ha-
she). Dále se v této kapitole věnuji pokročilejším kryptografických protokolům a standar-
dům, jako MAC, TLS, CMS (PKCS #7) a PKCS #11. Na závěr kapitoly představuji tři
kryptografické knihovny používané v prostředí operačního systému Linux a rozhraní Win-
dows API používané v operačních systémech Microsoft Windows.
V kapitole Metriky pro srovnání kryptografických knihoven popisuji jednotlivé metriky,
které jsem použil ke srovnání knihoven a věnuji se důvodům zvolení konkrétních metrik. Jsou
to metriky z oblasti podpory základní kryptografické funkcionality, operačních systémů a
pokročilých technologií. Dále jsou to pak metriky z oblasti stability API a návrhu knihoven.
Kapitola Srovnávací program je věnována návrhu, popisu implementace a použití vy-
tvořeného programu pro srovnání výkonu kryptografických knihoven.
Následující kapitola, Srovnání, obsahuje výsledky ze srovnání knihoven podle jednotli-
vých metrik.
V kapitole Závěr komentuji výsledky srovnání a navrhuji možnosti vylepšení pro jed-




V teoretickém úvodu se věnuji principům, šifrám a protokolům využívaným v moderní
kryptografii. Zaměřím se na symetrické a asymetrické šifry, podpisové a hashovací algoritmy,
MAC a dva PKCS standardy, jmenovitě PKCS #7 a PKCS #11.
2.1 Kryptografie
Kryptografie neboli šifrování je nauka o metodách utajování smyslu zpráv převodem do
podoby, která je čitelná jen se speciální znalostí[6]. K šifrování dat jsou používány různé
způsoby. Známe například šifry substituční, ve kterých dochází k nahrazení znaků znaky
jinými. Dále jsou to polyalfabetické šifry, kdy jsou znaky nešifrované zprávy nahrazeny
obecně různými znaky a znaky šifrované zprávy mohou být dešifrovány jako různé znaky
nešifrované zprávy[15]. Dále známe transpoziční šifry, které jsou postaveny na záměně pozic
znaků v textu.
Moderní kryptografie se kromě samotného šifrování, neboli utajování zpráv zabývá i
jinými službami souvisejícími s informačními technologiemi, například důvěrností dat, inte-
gritou dat, nepopiratelností, autentizací komunikujících stran atd. Ze základní kryptogra-
fické funcionality využívá moderní kryptografie symetrické a asymetrické šifry, podpisy a
hashovací funkce. Těmto tématům se věnuji v následujících podsekcích.
2.1.1 Symetrická kryptografie
Symetrické algoritmy jsou takové algoritmy u kterých může být šifrovací klíč vypočten
z dešifrovacího a naopak. Ve většině případů jsou šifrovací a dešifrovací klíč stejné. Tyto
algoritmy vyžadují, aby se odesílatel a příjemce shodli na klíči před započetím šifrované
komunikace. Z tohoto požadavku vyplývá jedna z nevýhod symetrických šifer, kterou je
nutnost předání klíče. Bezpečnost komunikace, která používá symetrickou šifru, spočívá
v utajení šifrovacího klíče. Šifrovací klíč musí zůstat v utajení po celou dobu kdy má zůstat
zpráva v utajení [17]. Symetrické algoritmy rozdělujeme do dvou skupin. Jsou to proudové
šifry, které zpracovávají data po jednotlivých bitech (někdy bytech), a blokové šifry, které
pracují vždy nad skupinou bitů, tzv. blokem. Mezi symetrické algoritmy patří například
Rijndael, Blowfish, 3DES, Serpent, Twofish.
Rijndael Rijndael je symetrická bloková šifra vytvořená dvěma belgickými kryptografy,
Vincentem Rijmenem a Joanem Daemenem. Možná velikost bloku a klíče je násobek 32
v rozmezí 128 bitů až 256 bitů. V praxi se používá varianta AES s velikostí bloku 128 bitů
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a velikostí klíče 128, 192 a 256 bitů s 10, 12 a 14 iteracemi. Šifra vyhrála soutěž o šifru pro
AES standard, výrazy Rijndael a AES jsou tedy často zaměňovány.
Blowfish Blowfish je symetrická bloková šifra vytvořená Brucem Schneierem. Používá
bloky o velikosti 64 bitů a klíč proměnné délky 32 - 448 bitů s 16 iteracemi.
3DES 3DES je symetrická bloková šifra vycházející z šifry DES, která se později ukázala
být zranitelná. Při použití šifry 3DES jsou použity tři klíče DES a data jsou zašifrována
prvním, dešifrována druhým a opět zašifrována třetím. Šifra používá bloky o velikosti 64
bitů a klíče o velikost 56 bitů, tedy celkem 168, 112 nebo 56 podle toho zda jsou klíče
nezávislé nebo závislé [9].
Serpent Serpent je symetrická bloková šifra jejímiž autory jsou Ross Anderson, Eli Biham
a Lars Knudsen. Používá bloky o velikosti 128 bitů a klíče o velikosti 128, 192 nebo 256
bitů se 32 iteracemi [7]. Šifra skončila v soutěži o šifru pro AES standard na druhém místě.
Twofish Twofish je symetrická bloková šifra vytvořená Brucem Schneierem jako nástupce
šifry Blowfish. Používá bloky o velikosti 128 bitů a klíč proměnné délky až do velikosti 256
bitů [18]. Šifra skončila v soutěži o šifru pro AES standard na třetím místě.
2.1.2 Asymetrická kryptografie
Asymetrické algoritmy, nazývané též algoritmy s veřejným klíčem, používají pro šifrování
jiný klíč než pro dešifrování. Navíc není možno v přijatelném čase z šifrovacího klíče vypočí-
tat klíč dešifrovací. Šifrovací klíč, nazývaný veřejný, může být uveřejněn, není tedy nutné
sdílet tajemství jako při použití symetrických algoritmů. Kdokoliv může zprávu zašifrovat,
ale jen osoba s odpovídajícím dešifrovacím (tajným) klíčem ji může dešifrovat [17]. Použití
dešifrovacího klíče k zašifrování zprávy a šifrovacího k dešifrování se používá pro digitální
podpis. Mezi asymetrické algoritmy patří například RSA.
RSA RSA je algoritmus založený na předpokladu složité faktorizace velkých čísel. Autory
jsou Ron Rivest, Adi Shamir, a Leonard Adleman. Jedná se o algoritmus vhodný k šifrování
i podepisování. Obvykle používaná velikost klíče je 1024 - 4096 bitů.
2.1.3 Podpisy
Digitální podpis slouží k prokázání autenticity zprávy nebo dokumentu. Validní podpis dává
jistotu, že zpráva byla vytvořena tím kdo se vydává za odesilatele (autenticita). Ten také
nemůže popřít vytvoření takto podepsané zprávy (nepopiratelnost). Podpis také zajišťuje,
že zpráva nebyla během přenosu pozměněna (integrita). Digitální podpisy jsou používány
především pro finanční transakce, zajištění důveryhodnosti staženého software či jiných
informací a kdekoliv kde je důležité zamezit falšování a podvrhům. K podpisům se používají
například algoritmy DSA či ECDSA.
DSA DSA je standard navržený v roce 1991 institutem NIST používaný k digitálním
podpisům. Doporučené parametry určující délku klíče podle NIST 800-57 pro roky 2010 -
2030 jsou L = 2048 a N = 224 [8].
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ECDSA ECDSA je varianta protokolu DSA založená na algebraických strukturách elip-
tických křivek nad konečnými poli. Využití eliptických křivek bylo v roce 1985 navrženo
Nealem Koblitzem a Victorem Millerem. Výhodou ECDSA oproti DSA je menší velikost
klíče při zachování stejné úrovně zabezpečení. Doporučená velikost klíče podle NIST 800-57
pro roky 2010 - 2030 je 224 bitů [8].
2.1.4 Hashovací funkce
Hashovací funkcí v kryptografii rozumíme takovou funkci, která přijímá libovolný blok dat
a vrací bitový řetězec určité konrétní délky takovým způsobem, že při změně dat dojde
s vysokou pravděpodobností ke změně daného bitového řetězce, neboli hodnoty hashovací
funkce. Délka bitového řetězce závisí na použitém hashovacím algoritmu. Hashovací funkce
se v kryptografii používají například v digitálních podpisech, ověření integrity dat a různých
formách autentizace.
Hlavními požadavky na hashovací funkci jsou jednoduchost výpočtu pro jakýkoli vstup, dále
nemožnost vytvoření zprávy s konkrétním předem známým hashem, nemožnost změnění
zprávy aniž by se změnila hodnota hashovací funkce a nemožnost nalezení takových dvou
zpráv, které by měly stejný hash. Těchto požadavků není možné dosáhnout, v praxi je snaha
o co největší přiblížení těmto požadavkům. Příkladem hashovacích algoritmů jsou MD-5,
SHA-1, SHA-224, SHA-256, SHA-384 a SHA-512.
MD5 MD5 je hashovací algoritmus publikovaný v roce 1992 Ronaldem Rivestem. Produ-
kuje kontrolní součet velikosti 128 bitů.
SHA-1 SHA-1 je hashovací algoritmus publikovaný v roce 1995 Americkou NSA. Produ-
kuje kontrolní součet velikosti 160 bitů.
SHA-2 SHA-2 je skupina hashovacích algoritmů publikovaných v roce 2001 Americkou
NSA. Patří sem algoritmy SHA-224, SHA-256, SHA-384 a SHA-512 s velikostmi kontrolního
součtu 224, 256, 384 a 512 bitů.
2.2 Pokročilá kryptografická funkcionalita
V této kapitole popisuji takové kryptografické protokoly a standardy, které využívají a
kombinují základní kryptografické funkcionality jako například symetrické a asymetrické
šifrování či hashovací funkce.
2.2.1 MAC
MAC, neboli Message Authentication Code má stejné vlastnosti jako jednosměrné hasho-
vací funkce, ale navíc obsahuje klíč. Ověření kontrolního součtu je možné pouze pokud
daná strana má k dispozici stejný klíč. MAC kód poskytuje autenticitu a integritu zprávy.
V případě, že by byla použita obyčejná hashovací funkce, může útočník změnit zprávu,
a vypočítat nový kontrolní součet, kterým nahradí původní. V případě použití MAC by
takováto změna byla příjemcem detekována.
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2.2.2 Transport Layer Security (TLS)
Transport Layer Security (TLS) je kryptografický protokol umožňující klient-server komu-
nikaci po síti, použitelný pro libovolný aplikační protokol využívající spolehlivého přenosu
dat. Účelem protokolu je zamezení odposlechu, padělání a falšování zpráv. Také umožňuje
autentizaci serveru a klienta, běžně je používána pouze autentizace serveru. Protokol vyu-
žívá asymetrické šifrování pro výměnu klíče, symetrické pro zajištění důvernosti a Message
Authentication Codes pro zajištění integrity přenášených dat. Protokol TLS pracuje nad
spolehlivým transportním protokolem, například TCP. V současné době existují verze pro-
tokolu TLS 1.0, 1.1 a 1.2.
DTLS je protokol poskytující podobné zabezpečení pro nespojované služby jako protokol
TLS pro spojované služby. V současné době existují verze protokolu DTLS 1.0 a 1.2.
2.2.3 PKCS
PKCS neboli Public Key Cryptographic Standards je sada specifikací pro asymetrickou
kryptografii. Jsou vydávány RSA Laboratories pro usnadnění a urychlení nasazení krypto-
grafie s veřejným klíčem.
Na začátku roku 2013 existuje 15 PKCS z nichž 2 již nejsou aktivní a 6 bylo později přijato
jako RFC. Souhrn a popis jednotlivých PKCS je k dispozici na webu RSA Laboratories [3].
PKCS #7 - CMS The Cryptographic Message Syntax (CMS) je standard pro krypto-
graficky chráněné zprávy definovaný v RFC 3852[10]. Může být použit k podpisu, ověření
či šifrování digitálních dat. CMS je součástí některých dalších kryptografických standardů,
například S/MIME, PKCS#12 či RFC 3161.
PKCS#11 - cryptoki PKCS#11 specifikuje platformně nezávislé, abstraktní rozhraní
pro obecná kryptografická zařízení. Definuje nejčastěji používané kryptografické objekty
(klíče, certifikáty a další) a funkce sloužící k použití, vytváření, modifikaci a rušení těchto
objektů. Příkladem kryptografického zařízení jsou například smart karty.
2.3 Existující kryptografická rozhraní
V současné době existuje velké množství kryptografických knihoven pro nejrůznější operační
systémy. Například v operačním systému Fedora je k dispozici přibližně 10 různých knihoven
implementujících kryptografickou funkcionalitu [13]. V této kapitole popisuji tři doporučené
kryptografické knihovny z projektu Fedora a kryptografické rozhraní používané v operačním
systému Microsoft Windows.
2.3.1 GnuTLS/nettle
GnuTLS je svobodná implementace protokolů SSL, TLS a DTLS a souvisejících technologií.
GnuTLS jako backend využívá kryptografickou knihovnu nettle, která implementuje běžnou
kryptografickou funkcionalitu. Oproti ostatním porovnávaným knihovnám tedy GnuTLS
implementuje pouze vyšší vrstvy, tedy především SSL a TLS protokoly, práci s certifikáty a
jejich validaci, funkcionalitu využívající kryptografie s veřejným klíčem a práci s kryptogra-
fickými tokeny. Knihovny GnuTLS i nettle jsou Evropské projekty, jejich export tedy není
omezen jako v případě projektů z USA. Obě knihovny jsou dostupné pod licencí GNU Lesser
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General Public License. Domovská stránka knihovny GnuTLS je http://www.gnutls.org/,
knihovny nettle pak http://www.lysator.liu.se/~nisse/nettle/.
2.3.2 Network Security Services
Network Security Services (NSS) je sada multiplatformních kryptografických knihoven pů-
vodně vyvinutých firmou Netscape pro použití v jejích produktech. Knihovny NSS vyu-
žívají knihovny NSPR, která aplikacím umožňuje abstrahovat od operačního systému a
používat jednotné API. Podle FAQ stránky projektu NSS je zákony USA omezen export
knihovny do některých zemí a některých osobám a entitám. Aktuálně se jedná o země
Kuba, Írán, Lybie, Severní Korea, Súdán a Sýrie [2]. Projekt používá trojité licencování,
knihovna je dostupná pod licencemi MPL, GPL a LGPL. Domovská stránka projektu je
https://developer.mozilla.org/en-US/docs/NSS.
2.3.3 OpenSSL
OpenSSL je svobodná, multiplatformní implementace protokolů SSL a TLS a běžné krypto-
grafické funkcionality. Na knihovnu OpenSSL se stejně jako na GnuTLS nevztahují omezení
exportu, jedná se o Evropský (původně Australský) projekt. Knihovna používá duální li-
cencování, je dostupná pod licencemi OpenSSL license a SSLeay license. Domovská stránka
projektu je http://www.openssl.org/.
2.3.4 Windows API
V operačním systému Microsoft Windows slouží k práci s kryptografií několik knihoven
a rozhraní. Za prvné se jedná o Cryptography API: Next Generation (někdy označované
CNG) což je kryptografické rozhraní určené pro operační systémy Windows Vista a novější.
Jeho rozšiřitelné rozhraní umožňuje použití různých takzvaných poskytovatelů kryptogra-
fické funkcionality specifikací použité funkcionality místo napevno určeného poskytovatele.
Knihovna nabízí API a takzvané směrovače, které na základě seznamu poskytovatelů lin-
kují ke kódu příslušnou funkcionalitu. Výhodou tohoto přístupu je možnost výměny či
aktualizace funkcionality aniž by bylo potřeba upravovat kód programu. Stejně tak v pří-
padě prolomení algoritmu může být tento nahrazen bez potřeby změny zdrojového kódu.
Microsoft poskytovatel CNG funkcionality je dostupný v knihovně Bcrypt.dll pro základní
kryptografickou funkcionalitu a Ncrypt.dll pro práci s klíči. Více o tomto kryptografickém
rozhraní se lze dovědet na webu MSDN [5].
Dalším rozhraním z prostředí Windows je CryptoAPI 2.0. Je to API poskytující podporu
pro certifikáty, jejich validaci, operace související s jejich ukládáním a verifikaci podpisů.
Z hlediska zaměření bakalářské práce na open source kryptografické knihovny fungující
v prostředí operačního systému Linux se Windows API věnuji pouze z hlediska podpory
základních algoritmů a standardů a návrhu knihovny. V následujícím textu budu za podpo-
rované Windows API považovat tu funkcionalitu, která je standardní součástí operačního





Jednotlivé metriky pro srovnání kryptografických knihoven jsem volil v souladu se zadáním
práce. Volil jsem tedy takové metriky, na základě kterých budu schopen porovnat knihovny
z hlediska podpory základních algoritmů, podpory operačních systémů, programovacích ja-
zyků a využití pokročilých technologií. Dále jsem volil metriky pro porovnání stability a
jednoduchosti API a pro porovnání návrhu knihoven.
V následujících sekcích popisuji jednotlivé zvolené metriky a věnuji se důvodům jejich zvo-
lení.
3.1 Podporované algoritmy a standardy
Cílem této metriky je porovnání podpory základních šifrovacích algoritmů a principů v kryp-
tografických knihovnách. Podpora základních algoritmů umožňuje nejen jejich přímé pou-
žití, ale i použití v rámci implementace pokročilé kryptografické funcionality. Do srovnání
jsem zahrnul v současnosti často používané symetrické a asymetrické algoritmy a hashovací
algoritmy. Srovnávám také podporu aktuálních standardů SSL a TLS včetně DTLS a stan-
dardů PKCS #7 neboli Cryptographic Message Syntax Standard a PKCS #11 pro práci
s kryptografickými tokeny. Také srovnávám podporu algoritmů používaných pro digitální
podpisy a to DSA a ECDSA.
Touto metrikou zjišťuji podporu následujicích algoritmů a standardů:
Symetrické šifry Rijndael, Blowfish, 3DES, Serpent, Twofish
Asymetrické šifry RSA
Hashovací algoritmy MD-5, SHA-1, SHA-224, SHA-256, SHA-384, SHA-512
PKCS PKCS #7, PKCS #11
SSL/TLS SSL 3.0, TLS 1.0, TLS 1.1, TLS 1.2, DTLS 1.0, DTLS 1.2
Podpisy DSA, ECDSA
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3.2 Podpora operačních systémů, programovacích jazyků a
pokročilých technologií
Podpora různých operačních systémů značí portovatelný kód. Z hlediska bezpečnosti a chy-
bovosti se jedná o krok správným směrem, některé problémy se mohou u jiných operačních
systémů projevit výrazněji. Další důležitou výhodou podpory více operačních systémů je
možnost využití knihovny v přenositelných aplikacích.
Existence rozhraní k různým programovacím jazykům umožňuje použití knihovny v ši-
rokém spektru projektů využívajících různé programovací jazyky, stejně tak může existence
rozhraní k různým programovacím jazykům s různými paradigmaty může značit portova-
telný kód a dobře navrhnuté API.
Pokročilé technologie a principy slouží především ke zvýšení výkonu některých částí
šifrovacích knihoven. Jde například o použití SIMD principu či využití specializovaných
instrukcí pro šifrování.
V následující části této sekce se věnuji konkrétním metrikám, které jsem pro srovnání
zvolil.
Podporované operační systémy Touto metrikou sleduji podporu tří nejpoužívanějších
operačních systémů, podle statistik NetMarketShare 1, srovnávanými kryptografickými knihov-
nami. Pro porovnání používám vždy aktuální verzi operačního systému k datu 1.3.2013.
Zjišťuji tedy podporu operačních systémů Windows 8, Mac OS X 10.8 a Fedora 18 jako
zástupce operačního systému Linux.
Existence rozhraní pro programovací jazyky Touto metrikou sleduji pro které pro-
gramovací jazyky existuje rozhraní pro dané kryptografické knihovny. Pro srovnání jsem vy-
bral deset nejpoužívanějších programovacích jazyků podle statistiky z http://lang-index.
sourceforge.net ke dni 1.2.2013. Jako dostatečné pro existenci rozhraní pro daný jazyk
považuji existenci rozhraní pro daný jazyk v libovolné podporované verzi jazyka.
Zjišťoval jsem tedy podporu pro jazyky C, Java, Objective-C, C#, Basic, C++, PHP,
Python, Perl a Ruby.
Technologie a principy pro zvýšení výkonu Pro zvýšení výkonu kryptografických
knihoven je možno použít různé pokročilé technologie a principy. Jedná se například o vyu-
žití instrukcí pracujících na principu SIMD. Princip SIMD popisuje současné použití jedné
instrukce na více dat. Dochází tím k paralelizaci některých výpočtů a tím urychlení běhu
programu. Jsou to například instrukční sady SSE pro procesory Intel a kompatibilní a ARM-
NEON[1] pro procesory ARM. Dále je možné využít specializované instrukce pro práci
s některými šiframi, například isntrukční sadu AES-NI pro práci s AES. Touto metrikou
sleduji využití možností těchto pokročilých technologií pro zvýšení výkonu kryptografických
operací v dané knihovně.
3.3 Porovnání API
Metriky pro porovnání API jsou zaměřené především na jednoduchost a použitelnost API,
ale také na jeho stabilitu.
1http://www.netmarketshare.com
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Pro srovnání API jsem připravil dva ukázkové příklady pro pokročilejší práci s krypto-
grafickými knihovnami. Každý příklad byl implementován v těch knihovnách, které danou
funcionalitu umožňují.
Jsou to následující příklady:
• SSL/TLS - implementace SSL/TLS klienta s verifikací certifikátu
• PKCS #11 - získání certifikátů ze smart card a jejich výpis ve formátu PEM
První ukázkový program slouží k připojení k HTTPS serveru, verifikaci certifikátu a zís-
kání odpovědi od serveru, kterou následně vypíše na standardní výstup. Jako parametry
příkazové řádky očekává hostname a port serveru ke kterému se připojuje a soubor, re-
spektive adresář pro NSS, s certifikáty ve formátu PEM. Druhý ukázkový příklad slouží
k ukázce práce s PKCS #11 tokeny. Program načte všechny certifikáty ze všech připoje-
ných PKCS #11 tokenů, které následně ve formátu PEM vypíše na standardní výstup.
Počet symbolů, hlavičkových souborů a knihoven v API Touto metrikou zjišťuji
počet symbolů, hlavičkových souborů a knihoven v API dané kryptografické knihovny.
Z počtu symbolů v API lze usuzovat zda je API jednoduché nebo komplikované, může
ale také značit nedostatečně funkčně vybavenou knihovnu. Počet hlavičkových souborů a
knihoven značí do jaké míry je knihovna strukturovaná a jednotlivé části nezávislé.
Počet volaných API funkcí a průměrný počet parametrů na API funkci v ukáz-
kových příkladech Touto metrikou sleduji počet volaných API funkcí v ukázkových
příkladech. Také sleduji průměrný počet parametrů na API funkci v daných příkladech.
Z hlediska praktického významu má největší vypovídací hodnotu porovnání praktických
příkladů. Touto metrikou se tedy zaměřuji na počet volaných API funkcí v ukázkových pří-
kladech a na průměrný počet parametrů na API funkci. Z těchto metrik lze uzusovat zda
je API dané knihovny jednoduché či komplikované. Příliš velké množství funkcí a parame-
trů značí komplikované API, naopak příliš malý počet by mohl značit omezené možnosti
knihovny.
Stabilita API Touto metrikou sleduji datum poslední změny API ke které došlo v dané
knihovně, poče verzí ve kterých došlo ke změně API v porovnání s předchozí verzí knihovny
a odstraněné symboly z API v konkrétním časovém úseku.
Ze stability API lze do jisté míry usuzovat kvalitu navrženého API. Může nicméně také
značit konzervativní přístup vývojářů knihovny nebo nepříliš udržovanou knihovnu.
Ke srovnání stability API byla použita data ze serveru Upstream Tracker2, který udržuje
informace o změnách API ve více než 500 C a C++ knihoven.
Knihovny jsou porovnány podle počtu dní od poslední změny API ve vydané verzi a podle
počtu jednotlivých změn od 19.5.20083.
3.4 Návrh knihoven
V této sekci se věnuji vybraným prvkům návrhu samotných kryptografických knihoven.
Jedná se především o způsob práce s certifikáty v rámci dané knihovny, a možnosti více
2http://upstream-tracker.org
3Datum od kterého jsou všechny tři knihovny v Upstream Tracker
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nezávislých použití knihovny v rámci jednoho procesu. Konkrétně se jedná o možnost využití
odlišných sad certifikátů pro verifikaci.
Práce s certifikáty v rámci knihovny V rámci této metriky popisuji práci s certifikáty
v jednotlivých knihovnách, zaměřuji se na způsob uchovávání certifikátů a jejich načítání
danou knihovnou. Certifikáty jsou důležitou součástí především pokročilých kryptografic-
kých funkcionalit. Z tohoto důvodu je důležité, zda knihovna poskytuje veškerou potřebnou
funcionalitu a zda má komplexní a centralizovanou správu certifikátů.
Více nezávislých použití knihovny v rámci jednoho procesu Z hlediska více ne-
závislých použití knihovny v rámci jednoho procesu se věnuji možnosti použití různých
operací s různou sadou certifikátů v rámci jednoho procesu. Jde především o možnost pou-
žití různých sad certifikátů, například pro verifikaci certifikátu serveru v SSL/TLS spojení.
3.5 Srovnání výkonu
Z důvodu srovnání výkonu kryptografických knihoven je součástí bakalářské práce program
pro měření výkonu kryptografických knihoven. Tento program jsem použil pro srovnání
výkonu knihoven. Součástí aplikace jsou testy pro vybrané hashovací algoritmy a symetrické
šifry. Jedná se o hashovací algoritmy md5, sha1, sha256 a sha512, dále pak symetrické
algoritmy Rijndael (AES) a 3DES. Testy pro asymetrické šifry nebyly z časových důvodů
implementovány.
Měření jsem prováděl na různě velkých blocích dat. Konkrétně se jedná o 32, 64, 128 a
dále pak 1024, 2048 a 4096 bytů pro symetrické algoritmy a 8, 16 a 32 bytů pro hashovací
algoritmy. Bloky dat byly zvoleny malé, aby byla změřena režie knihovny a aby měření
bylo co nejméně ovlivněno rychlostí diskových operací. U symetrických šifer byly zvoleny
i větší bloky dat pro ověření zda jsou případné rozdíly v rychlosti jednotlivých knihoven




Pro účely srovnání rychlosti kryptografických knihoven je implementován program pro auto-
matizované porovnávání. Program poskytnutuje základní kostru pro vytváření testů, jejich
implementace za pomoci jednotlivých kryptografických knihoven a měření a srovnávání
rychlosti knihoven.
Porovnávací program je implementován v jazyce C, ve kterém jsou implementovány porov-
návané kryptografické knihovny. Nedojde tedy ke zkreslení výsledků případnou mezivrstvou
mezi různými jazyky.
4.1 Návrh
Srovnávací program je navržen tak, aby byl co nejjednodušší a umožňoval přidávání testů a
srovnávaných knihoven. Program je neinteraktivní, přijímající uživatelský vstup pouze jako
parametry příkazové řádky. Těmi je možno vybrat které knihovny budou porovnávány.
Z hlediska jednoduchosti přidávání testů jsou testy definovány pouze slovním popisem a
konfigurační strukturou, která obsahuje všechna potřebná data pro test. Pro jednoduché
přidávání testovaných knihoven je definováno rozhraní pro práci s knihovnami.
V porovnávacím programu není řešena kontrola správnosti šifrování a dešifrování, obecně
kontrola správnosti provedení testu. Ověření správnosti výsledku je ponecháno na autorovi
implementace testu.
4.2 Implementace
Porovnávací program je rozdělen na tří základní části. Jedná se o porovnávací jádro, které
zajišťuje základní porovnávací funkcionalitu programu, adresář s jednotlivými testy, které
definují porovnávací testy a nakonec implementace testů za pomoci konkrétních knihoven,
které jsou spouštěny pro porovnání dané knihovny. Výběr porovnávaných knihoven probíhá
na základě uživatelem zadaných parametrů příkazové řádky. Jejich význam a použití je
uvedeno v sekci Použití.
4.2.1 Jádro porovnávacího programu
Jádro porovnávacího programu se skládá z funkcí timestamp() a random string(int len) a
makra MEASURE(function, name, lib). Funkce timestamp slouží k zaznamenávání aktu-
álního času s přesností na mikrosekundy. Výsledný čas je pro větší přehlednost vypisován
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v milisekundách. Je spuštěna před a po několikanásobném spuštění měřené funkce. Funkce
random string(int len) slouží ke generování náhodných dat délky len, která jsou určena pro
použití v jednotlivých testech.
Makro MEASURE(function, name, lib) je použito pro měření délky běhu funkce. Na zá-
kladě parametru lib je nebo není spuštěna funkce function, jejíž délka běhu je měřena za
pomoci funkce timestamp(). Parametr name slouží jako identifikátor dané funkce. Vždy
před sadou testů pro určitý algoritmus je jednou spuštěn daný test, aby byla eliminována
pomalost prvního průchodu měření, která je způsobena pravděpodobně tím, že data naroz-
díl od následujících běhů funkce nejsou načtena v cache.
4.2.2 Testy
Jednotlivé testy sestávají z právě jednoho hlavičkového souboru v jazyce C. Testy jsou
uloženy v adresáři tests/ a jsou pojmenované testčíslo testu.h. Obsahem souboru s tes-
tem je komentář popisující daný test a očekávanou funkcionalitu. Dále pak soubor obsa-
huje deklaraci konfigurační struktury pro použití v implementaci. Konfigurační struktura
je pojmenovaná s test číslo testu config a obsahuje informace potřebné pro daný test. Je to
především povinné číslo ident, které jednoznačně identifikuje daný test v rámci programu.
Další informace se odvíjí od typu daného testu. Pro testy hashovacích algoritmů se obvykle
jedná o řetězec data obsahující data ke zpracování, číslo len určující délku zpracovávaného
řetězce a buffer hashed do kterého testy ukládají hash otisk dat. U testů pro symetrické
šifry jsou to řetězec data obsahující data k zašifrování, řetězec key obsahující šifrovací klíč,
číslo length, které udává délku šifrovaných dat a buffery enc a dec do kterého jsou uložena
zašifrovaná a dešifrovaná data.
Součástí porovnávacího programu jsou testy pro hashovací algoritmy md5, sha1, sha256,
sha512, které definují, že implementace testů mají vypočítat hash otisk dat daného algo-
ritmu a uložit jej do bufferu hashed. Dále pak testy pro symetrické šifry Rijndael (AES) a
3DES, které definují, že implementace testů mají data zašifrovat a uložit do bufferu enc a
poté dešifrovat a uložit do buffer dec.
4.2.3 Knihovny
Implementace jednotlivých testů v rámci konkrétních knihoven jsou umístěny v adresáři
libs/. Každá sada implementací se nachází v samostatném souboru, pojmenovaném podle
jména knihovny ve které jsou implementovány. V adresáři libs/ se nachází soubory po-
jmenované jméno knihovny.c a hlavičkové soubory ccmp jméno knihovny.h, ve kterém se
nachází všechna podpůrná data pro implementace a také je v něm exportována vstupní
funkce knihovny. Každá sada implementací poskytuje vstupní funkci, pojmenovanou
jméno knihovny entry(), která zajišťuje inicializaci kryptografické knihovny (je-li nutná) a
inicializaci struktury t lib tests, která obsahuje ukazatele na funkce pro jednotlivé testy.
Funkce pro jednotlivé testy vrací E OK v případě, že vše proběhlo v pořádku,
E NOT IMPLEMENTED jestliže tento test není z nějakého důvodu v dané knihovně im-
plementován a E ERROR pokud došlo k nějaké chybě.
4.3 Použití
Program očekává povinný parametr -m, za kterým jsou specifikovány knihovny, které budou
porovnávány. Jednotlivé knihovny musí být odděleny čárkou. Program rozlišuje jednotlivé
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knihovny na základě prvního písmene, je tedy možné použít pouze první písmena názvů
knihoven tak, jak je uvedeno v druhém ukázkovém příkladu.
./ccmp -mgnutls,nss,openssl
- spuštění testů pro knihovny gnutls, nss a openssl
./ccmp -mg,o




Ke srovnání kryptografických knihoven jsem používal především dva zdroje. Prvním jsou
oficiální dokumentace a oficiální webová stránka projektu, druhým pak zdrojový kód knihovny
v porovnávané verzi. Důležitějším zdrojem byl zdrojový kód, ve kterém jsem vždy kontro-
loval, zda je funkcionalita uvedená v dokumentaci skutečně implementována.
Výsledky ze srovnání jsou uvedeny v tabulkách, kde je vyznačena podpora/nepodpora kon-
krétních algoritmů a funkcionality písmenem Y respektive N. Pro lepší orientaci jsou buňky
s písmenem N červeně vybarveny. V posledním řádku tabulky je uveden celkový počet algo-
ritmů a funkcionality z dané tabulky, které jsou knihovnou podporovány. Pod jednotlivými
tabulkami se pak nachází shrnutí poznatků, které lze z dané tabulky vyčíst.
5.1 Podporované algoritmy a standardy
Zjišťování podpory následujících algoritmů a standardů v kryptografických knihovných jsem
prováděl za pomoci zdrojových kódů daných knihoven, v případě jejich nedostupnosti jsem
použil oficiální dokumentaci.
Symetrické šifry
Šifra GnuTLS/nettle NSS OpenSSL Windows API
Rijndael Y Y Y Y
Blowfish Y N Y N
3DES Y Y Y Y
Serpent Y N N N
Twofish Y N N N
Celkem 5 2 3 2
Z hlediska podpory symetrických šifer je situace velmi rozmanitá. Jen šifry Rijndael a 3DES
jsou podporovány všemi kryptografickými knihovnami. Jsou to také jediné ze srovnávaných
šifer, které jsou podporované NSS a Windows API. Knihovna OpenSSL navíc podporuje
šifru Blowfish. Jediná GnuTLS/nettle podporuje všechny symetrické šifry pro které byla
zjišťována podpora, včetně šifer Serpent a Twofish.
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Asymetrické šifry
Šifra GnuTLS/nettle NSS OpenSSL Windows API
RSA Y Y Y Y
Celkem 1 1 1 1
Asymetrická šifra RSA je podporována všemi srovnávanými kryptografickými knihovnami.
Hashovací algoritmy
Hash GnuTLS/nettle NSS OpenSSL Windows API
MD5 Y Y Y Y
SHA1 Y Y Y Y
SHA224 Y Y Y N
SHA256 Y Y Y Y
SHA384 Y Y Y Y
SHA512 Y Y Y Y
Celkem 6 6 6 5
Starší hashovací algoritmy MD5 a SHA1 jsou podporovány všemi porovnávanými knihov-
nami. Knihovny GnuTLS/nettle, NSS a OpenSSL podporují také všechny algoritmy z no-
vější sady hashovacích algoritmů zvané SHA-2. Obdobně Windows API podporuje algoritmy
ze sady SHA-2, ale s vyjímkou, že algoritmus SHA224 není podporován.
PKCS
PKCS GnuTLS NSS OpenSSL Windows API
PKCS #11 Y Y N Y
PKCS #7 Y Y Y Y
Celkem 2 2 1 2
Z hlediska podpory standardu PKCS #7 jsou na tom porovnávané knihovny stejně, všechny
jej podporují. Naopak standard PKCS #11 není podporováno všemi knihovnami. Podporují
jej jen knihovny GnuTLS, NSS a Windows API. Knihovna OpenSSL oficiální podporu
standardu PKCS #11 nemá, existuje ale projekt engine pkcs11[14], který podporu přidává.
TLS
Protokol GnuTLS NSS OpenSSL Windows API
SSL 3.0 Y Y Y Y
TLS 1.0 Y Y Y Y
TLS 1.1 Y Y Y Y
TLS 1.2 Y N Y Y
DTLS 1.0 Y Y Y Y
DTLS 1.2 N N N Y
Celkem 5 4 5 6
Protokoly SSL 3.0, TLS 1.0, TLS 1.1 a DTLS 1.0 jsou podporovány všemi porovnávanými
kryptografickými knihovnami. Nejnovější protokol, TLS 1.2, není z porovnávaných knihoven
podporován pouze knihovnou NSS. Novější z DTLS protokolů, DTLS 1.2, je podporován
pouze ve Windows API.
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Podpisy
Podpis GnuTLS NSS OpenSSL Windows API
DSA Y Y Y Y
ECDSA Y Y Y Y
Celkem 2 2 2 2
Z hlediska podpory podpisových algoritmů si všechny čtyři srovnávané kryptografické knihovny
vedou dobře, všechny podporují algoritmus DSA i jeho variantu využívající eliptické křivky,
zvanou ECDSA.
5.2 Podpora operačních systémů, jazyků a technologií
Podporované operační systémy
Operační systém GnuTLS/nettle NSS OpenSSL
Windows 8 Y Y Y
Mac OS X 10.8 Y Y Y
Fedora 18 Y Y Y
Celkem 3 3 3
Všechny tři porovnávané kryptografické knihovny jsou dostatečně portovatelné na to, aby
podporovaly tři nejpoužívanější operační systémy.
Existence rozhraní pro programovací jazyky
Jazyk GnuTLS NSS OpenSSL
C gnutls nss openssl
Java N jss openssl4j
Objective-C gnutls nss openssl
C# N N OpenSSL.NET
Basic N N N
C++ gnutls nss openssl
PHP N N php-openssl
Python python-gnutls python-nss M2Crypto
Perl Net-GnuTLS Crypt::NSS Crypt::OpenSSL::Common
Ruby N N ruby OpenSSL module
Celkem 5 6 9
Ze srovnání vyplývá, že rozhraními pro nejvíce programovacích jazyků disponuje jednozna-
čně OpenSSL. Knihovny GnuTLS a NSS jsou na tom s podporou programovacích jazyků
srovnatelně, NSS oproti GnuTLS umožňuje použití v Javě.
Technologie a principy pro zvýšení výkonu
Technology GnuTLS/nettle NSS OpenSSL
AES-NI Y1 Y2 Y3
ARM-NEON Y4 N Y5
SSE Y6 Y7 Y8
Celkem 3 2 3
1http://www.gnutls.org/
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Všechny srovnávané knihovny podporují instrukční sadu AES-NI a využívají možností
SIMD instrukí SSE. ARM-NEON není podporován pouze v NSS, knihovny GnuTLS/nettle
a OpenSSL využívají jeho možností.
5.3 Porovnání API
Porovnání z hlediska API jsem prováděl za prvé na základě zdrojových kódů jednotlivých
kryptografických knihoven, částečně z informací ze serveru Upstream Tracker. Metriky pra-
cující s ukázkovými příklady jsou porovnávané pouze na základě daných ukázkových pří-
kladů.
Počet symbolů, hlavičkových souborů a knihoven v API
Metrika GnuTLS NSS OpenSSL
Počet symbolů v API 1036 674 2451
Počet dynamických knihoven 3 6 2
Počet hlavičkových souborů 13 10 2
Z počtu symbolů v API lze do jisté míry usuzovat, že knihovna NSS používá nejvíce abs-
trakce ze srovnávaných knihoven. To by se mělo v následných ukázkových příkladech pro-
jevit nejnižším počtem volaných API funkcí.
Počet volaných API funkcí a průměrný počet parametrů na API funkci v ukáz-
kových příkladech
SSL/TLS klient GnuTLS NSS OpenSSL
Počet volaných funkcí 18 5 17
Průměrný počet parametrů na API funkci 1,83 1 1,53
Z počtu použitých API funkcí v ukázkovém příkladu implementujícím SSL/TLS klienta
a průměrného počtu parametrů je patrné, že knihovna NSS je dobře připravena na práci
s SSL/TLS. Počet volaných API funkcí u knihovny NSS je ovlivněn především nepoužíváním
kontextů v knihovně NSS (popsáno v kapitole 5.4.2) a využitím knihovny NSPR, například
pro práci se sockety.
Pro verifikaci certifikátů používám v knihovně GnuTLS funkci
gnutls certificate verify peers3, v knihovně NSS je automaticky použita přednastavená funkce,
která ověřuje také hostname, i v knihovně OpenSSL je pro verifikaci certifikátu automaticky
použita přednastavená funkce, pro ověření hostname používám funkci strcasecmp s para-
metry hostname ke kterému se klient připojuje a hostname získané z certifikátu.
PKCS #11 GnuTLS NSS OpenSSL
Počet volaných funkcí 11 7 N









Z počtu použitých API funkcí, v druhém ukázkovém příkladu, a průměrného počtu je-
jich parametrů je patrné, že knihovna NSS je z hlediska API dobře připravena pro práci
s PKCS #11 tokeny. Jak počet volaných API funkcí tak průměrný počet parametrů na API
funkci jsou malé, což značí dobrou abstrakci.
Při použití knihovny GnuTLS bylo potřeba více API funkcí, které měly průměrně více
parametrů než za použití knihovny NSS. Z hlediska práce s PKCS #11 se u knihovny
GnuTLS vyskytuje neobvyklý způsob zjištění počtu položek v seznamu objektů. Funkce
gnutls pkcs11 obj list import url je volána dvakrát, poprvé pro zjištění velikosti seznamu,
pomocí které je následně alokována paměť, a při druhém zavolání funkce
gnutls pkcs11 obj list import url je seznam objektů do této paměti uložen. Tento způsob
se vyskytuje v oficiální dokumentaci k GnuTLS [12].
Knihovna OpenSSL nepodporuje PKCS #11.
Stabilita API V následující tabulce jsou zpracována data od 19.5.20089 do 15.4.2013.
Metrika GnuTLS NSS OpenSSL
Datum posledni zmeny API 2.9.2012 3.12.2008 29.3.2010
Počet verzí se změnou API 8 0 2
Odstraněné symboly z API za dané období 354 0 29
Ze srovnání vyplývá, že knihovna NSS má v posledních přibližně pěti letech nejstabilnější
API z porovnávaných knihoven. Naopak u knihovny GnuTLS, která je ze srovnávaných
nejmladší, stále dochází ke stabilizaci API.
5.4 Návrh knihoven
Srovnání návrhu knihoven jsem prováděl ve spolupráci s dokumentací k dané kryptografické
knihovně. V případě knihoven GnuTLS, NSS a OpenSSL jsem využil také znalosti nabyté
při implementaci ukázkových příkladů, konkrétně SSL/TLS klienta.
5.4.1 Práce s certifikáty v rámci knihovny
GnuTLS Knihovna GnuTLS umožňuje pracovat s certifikáty ve formátu PEM a DER.
K načítání certifikátů může docházet za běhu programu. K přidávání certifikátů pro je-
jich verifikaci slouží sada funkcí gnutls certificate set x509 trust *, které mohou být
volány vícekrát a gnutls certificate set x509 system trust, která přidává přednasta-
vené systémové certifikáty. Certifikáty mohou být přidávány a odebírány v průběhu běhu
programu. Pro práci s certifikáty slouží funkce gnutls x509 *.[11]
NSS Knihovna NSS používá pro ukládání certifikátů databázi do které musí být certifi-
káty importovány nástrojem certutil. K nastavení cesty k databázi dochází při inicializaci
knihovny funkcí NSS Init. Certifikáty mohou být přidávány a odebírány v průběhu běhu
programu. Pro práci s certifikáty slouží funkce CERT *.
9od tohoto data jsou v upstream-tracker všechny tři knihovny
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OpenSSL Knihovna OpenSSL umožňuje pracovat s certifikáty ve formátu PEM, a DER.
K načítání certifikátů ve formátu PEM pro verifikaci SSL/TLS certifikátu slouží funkce
SSL CTX load verify locations, která umožňuje načtení jednoho CA souboru nebo všech
CA souborů v daném adresáři. Certifikáty mohou být přidávány a odebírány za běhu pro-
gramu. Pro práci s certifikáty slouží funkce X509 *.
Windows API Ve Windows slouží k práci s certifikáty funkce Cert*, které jsou součástí
knihovny Crypt32.dll. K ukládání certifikátů, CRL a CTL slouží centrální úložiště nazývané
certificate store. V případě, že certifikáty nemusí být trvale uloženy, je také možné vytvořit
a používat úložiště uložené pouze v paměti [4].
K otevření systémového úložiště slouží funkce CertOpenSystemStore. K otevření jiného
než systémového úložiště, ať už ze souboru nebo z paměti slouží funkce CertOpenStore.
5.4.2 Více nezávislých použití knihovny v rámci jednoho procesu
GnuTLS Knihovna GnuTLS používá datový typ gnutls certificate credentials t.
Proměnná tohoto typu obsahuje mimo jiné klíče a certifikáty. Pro ověření certifikátu v SSL/TLS
spojení jsou pro každé spojení nastaveny credentials, do kterých byly načteny certifikáty.
K tomu může sloužit například funkce gnutls certificate set x509 system trust při-
dávající přednastavené systémové důvěryhodné CA. Použitím různých proměnných typu
gnutls certificate credentials t pro různá SSL/TLS spojení je umožněno použití růz-
ných sad certifikátů.
NSS Knihovna NSS používá k ukládání certifikátů databázi, jejíž umístění se definuje
při inicializaci knihovny voláním funkce NSS Init. Jelikož knihovna NSS nepoužívá žádnou
obdobu credentials z GnuTLS nebo kontextů z OpenSSL, neumožňuje použití různých sad
certifikátů pro různá SSL/TLS spojení.
OpenSSL Knihovna OpenSSL podobně jako knihovna GnuTLS definuje datový typ
SSL CTX pro kontext. Do proměnné udržující kontext mohou být načteny certifikáty pro
verifikaci, a poté je použita pro vytvoření proměnné pro SSL/TLS spojení. Toto umožňuje
použití různých sad certifikátů pro různá SSL/TLS spojení.
Windows API Ve Windows API slouží k verifikaci certifikátu funkce
CertGetCertificateChain. Funkce mezi jinými očekává volitelný parametr tymu HCERTSTORE,
který identifikuje úložiště, které má být použito k sestavení řetězce důvěry pro daný cer-
tifikát a jeho verifikaci. Toto umožňuje využít různé sady certifikátů pro různá SSL/TLS
spojení.
5.5 Porovnání výkonu
Samotné porovnání výkonu bylo prováděno na operačním systému Fedora 18/Rawhide s ver-
zemi knihoven GnuTLS 3.1.10, nettle 2.6, OpenSSL 1.0.1e a NSS 3.15.
Pro srovnání jsem použil notebook Lenovo ThinkPad X200 s dvoujádrovým procesorem
Intel Core 2 Duo s frekvencí 2,40 GHz s označením P8600. Stroj je vybaven 8 GB DDR 3
pamětí s frekvencí 1066 MHz umístěnou ve 2 slotech po 4 GB. Disk je 320 GB s rychlostí
5400 otáček za minutu a velikostí 2,5 palců s rozhraním Serial ATA 2.
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V tabulce je vždy uveden algoritmus a za lomítkem je uvedena velikost dat, která jsou pro
daný test použita. Časy v tabulce jsou uvedeny v milisekundách.
Hashovací algoritmy
Hash GnuTLS/nettle NSS OpenSSL
MD5/8 0.025988 0.223160 0.020981
MD5/16 0.025988 0.208855 0.020027
MD5/32 0.025034 0.205994 0.020981
SHA1/8 0.025988 0.226974 0.024080
SHA1/16 0.026001 0.226974 0.024180
SHA1/32 0.036796 0.236021 0.024360
SHA256/8 0.056982 0.288010 0.048161
SHA256/16 0.056088 0.293016 0.048876
SHA256/32 0.064982 0.299917 0.048976
SHA512/8 0.077009 0.407975 0.062943
SHA512/16 0.077963 0.416040 0.062989
SHA512/32 0.086069 0.423193 0.064589
Ze srovnání vyplývá, že nejrychlejší knihovnou, co se týká hashovacích algoritmů, je knihovna
OpenSSL, která byla nejrychlejší pro všechny měřené algoritmy i velikosti dat. Knihovna
GnuTLS/nettle se ve všech testech hashovacích algoritmů umístila na druhém místě se
ztrátou okolo 5 - 10 mikrosekund. Na třetím místě ve všech testech skončila knihovna NSS
s časy běhu přibližně o 180 - 360 mikrosekund delšími než knihovna OpenSSL.
Pro větší názornost srovnání pro jednotlivé hashovací algoritmy následují grafy, ze kte-
rých je patrný zejména rychlostní rozdíl mezi knihovnou NSS a ostatními knihovnami. Časy
na ose Y jsou v milisekundách.
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Obrázek 5.1: Srovnání hashovacího algoritmu MD5
Obrázek 5.2: Srovnání hashovacího algoritmu SHA1
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Obrázek 5.3: Srovnání hashovacího algoritmu SHA256
Obrázek 5.4: Srovnání hashovacího algoritmu SHA512
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Symetrické šifry
Šifra GnuTLS/nettle NSS OpenSSL
Rijndael/32 0.143051 1.806974 0.182867
Rijndael/64 0.201941 2.429008 0.317097
Rijndael/128 0.322819 2.070904 0.586987
Rijndael/1024 1.936913 4.029036 4.368067
Rijndael/2048 3.795862 6.227970 8.697987
Rijndael/4096 7.493973 10.812998 17.322063
3DES/32 0.818968 2.372026 0.421047
3DES/64 1.160860 2.771854 0.758171
3DES/128 1.889944 3.537178 1.425028
3DES/1024 12.374878 13.726950 11.233807
3DES/2048 23.291111 25.341988 21.420002
3DES/4096 46.108961 48.399925 42.762041
Ze srovnání vyplývá, že v testu srovnávajícím algoritmus Rijndael při malých velikostech
dat nejlépe dopadla knihovna GnuTLS/nettle následovaná knihovnou OpenSSL s rozdílem
30 - 260 mikrosekund. Třetí je knihovna NSS s časy o přibližně až 1600 mikrosekund delšími
než knihovna GnuTLS/nettle.
Ve srovnání algoritmu Rijndael při větších velikostech dat opět nejlépe dopadla knihovna
GnuTLS/nettle, na druhém místě se ale umístila knihovna NSS s rozdíly přibližně 2000 -
3400 mikrosekund. Na třetím místě skončila knihovna OpenSSL s rozdíly okolo 2400 - 10000
mikrosekund oproti GnuTLS/nettle. Z tohoto výsledku lze usuzovat na vyšší režii knihovny
NSS při použití šifry Rijndael, která se při menších velikostech dat více projeví. Z výsledku
lze také usuzovat, že implementace šifry Rijndael v knihovně OpenSSL je pomalejší než
v ostatních srovnávaných knihovnách.
U šifry 3DES byla nejrychlejší knihovna OpenSSL následovaná knihovnou GnuTLS/nettle
s časy o přibližně 500 - 800 mikrosekund delšími u menších velikostí dat a přibližně 1100
- 4600 mikrosekund při větší velikosti dat. Třetí je knihovna NSS s časy o přibližně 1200 -
1900 mikrosekund, respektive 2500 - 5600 mikrosekund delšími než knihovna OpenSSL.
Pro větší názornost opět následující grafy srovnání pro jednotlivé šifry. Časy na ose Y
jsou v milisekundách.
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Obrázek 5.5: Srovnání algoritmu Rijndael




Cílem bakalářské práce je porovnání kryptografických knihoven v prostředí Linuxu. Ve
srovnání jsem se zaměřil na srovnání základní kryptografické funkcionality knihoven a jejich
výkon, na využívání pokročilých technologií pro zvýšení výkonu a nakonec na porovnání
práce s knihovnami pomocí dvou ukázkových příkladů, které jsem implementoval v každé
z porovnávaných knihoven (s vyjímkou ukázky PKCS #11 v knihovně OpenSSL).
V následujícím ohodnocení se postupně věnuji jednotlivým porovnávacím metrikám tak jak
jsou uvedeny v bakalářské práci.
6.1 Zhodnocení srovnání
Z hlediska podpory základní funkcionality a standardů vyšla nejlépe knihovna GnuTLS/nettle,
která ve srovnání získala celkem 21 bodů, dále se umístilo OpenSSL společně s Windows
API s 18 body, poslední pak se 17 body knihovna NSS. Další sadou metrik je podpora ope-
račních systémů, programovacích jazyků a pokročilých technologií. V těchto bodech nejlépe
dopadla knihovna OpenSSL se 16 body, na druhém a třetím místě se shodným bodovým
ohodnocením 12 bodů skončily GnuTLS/nettle a NSS. Především v otázce existence roz-
hraní pro různé programovací jazyky je knihovna OpenSSL velice dobře vybavena.
Z hlediska praktického využití porovnávaných kryptografických knihoven, tedy srovnání
ukázkových příkladů, nejlépe dopadla knihovna NSS, která ze všech srovnávaných knihoven
potřebovala použít nejméně API funkcí a jejích parametrů. Z tohoto výsledku soudím, že má
velice dobře navržené a jednoduše použitelné API. Na druhém místě se umístila knihovna
GnuTLS, která naopak používá velké množství jednoduchých API funkcí. Z tohoto důvodu
tedy není práce s knihovnou GnuTLS tak jednoduchá jako s knihovnou NSS. Na třetím
místě hodnotím knihovnu OpenSSL, která v ukázkovém příkladu SSL/TLS používá téměř
shodné množství funkcí s knihovnou GnuTLS. Knihovna OpenSSL nepodporuje oficiálně
PKCS #11, z hlediska ukázkového příkladu s výpisem certifikátů ze smart karet tedy není
knihovna hodnocena.
Z pohledu stability API nejlépe dopadla knihovna NSS, ze které ve sledovaném časovém
úseku nebyl odstraněn jediný symbol. Na druhém místě skončila knihovna OpenSSL s 29
odstraněnými symboly, a nakonec GnuTLS s 354 odstraněnými symboly.
V oblasti návrhu jednotlivých knihoven v souvislosti s prací s certifikáty disponují srov-
návané knihovny srovnatelnou funkcionalitou. Všechny tři umožňují základní práci s certi-
fikáty, jejich přidávání, odebírání a další práci.
Co se týká více nezávislých použití knihovny v rámci jednoho procesu, zde jsou knihovny
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GnuTLS a OpenSSL a Windows API srovnatelně vybaveny, knihovně NSS chybí možnost
použití více různých databází s certifikáty.
Z hlediska srovnání výkonnosti knihoven si v oblasti hashování nejlépe vedla knihovna
OpenSSL, která byla nejrychlejší ve všech měřených hashovacích algoritmech. Druhá byla
vždy knihovna GnuTLS/nettle a třetí knihovna NSS. V oblasti symetrických algoritmů,
konkrétně algoritmu Rijndael je nejrychlejší knihovna GnuTLS následovaná knihovnou
NSS, která sice má vysokou režii, ale u dat větších než 1024 bytů je již rychlejší než
knihovna OpenSSL. Z hlediska algoritmu 3DES je nejrychlejší knihovna OpenSSL následo-
vaná GnuTLS a poté NSS.
6.2 Možnosti pokračování práce
Ze srovnání vyplynulo několik oblastí ve kterých některá ze srovnávaných knihoven zaostala
za ostatními.
Jednou z oblastí na kterou je možné se zameřit je výkon knihovny NSS, která kromě
algoritmu Rijndael pro data větší než 1024 bytů skončila ve všech výkonnostních testech
na posledním místě. Dalším místem pro vylepšení knihovny NSS je nemožnost využití více
certifikačních databází a z toho vyplývající nemožnost použití různých sad certifikátů na-
příklad pro různá SSL/TLS spojení.
Knihovna OpenSSL narozdíl od ostatních srovnávaných knihoven nepodporuje PKCS #11,
další z možností pokračování práce by tedy byla jeho implementace.
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Rozhraní pro programovací jazyky
- odkazy
gnutls, nss, openssl - značí možnost použití přímo daných knihoven díky kompatibilitě ja-

















- Dokumentace - adresář obsahující zdrojové soubory v LaTeXu k vysázení technické zprávy
- Implementace - adresář s implementačními soubory
- Srovnani API
- gnutls - ukázkové příklady pro knihovnu gnutls
- nss - ukázkové příklady pro knihovnu nss
- openssl - ukázkové příklady pro knihovnu openssl
- INSTALL - instalační instrukce ukázkových příkladů
- README - návod k použití ukázkových příkladů
- Rychlostni srovnani - zdrojové kódy programu k rychlostnímu srovnání knihoven
- libs - implementace testů v jednotlivých knihovnách
- tests - deklarace struktur pro testy
- INSTALL - instalační instrukce pro srovnávací program
- README - návod k použití srovnávacího programu




API - Application Programming Interface
MAC - Message authentication code
SSL - Secure Sockets Layer
TLS - Transport Layer Security
CMS - Cryptographic Message Syntax
PKCS - Public Key Cryptographic Standards
DES - Data Encryption Standard
RSA - Rivest, Shamir, Adleman
DSA - Digital Signature Algorithm
ECDSA - Elliptic Curve DSA
MD - Message-Digest
SHA - Secure Hash Algorithm
GNU - GNU’s Not Unix
NSS - Network Security Services
NSPR - Netscape Portable Runtime
NSA - National Security Agency
CNG - Cryptography API: Next Generation
SIMD - Single instruction, multiple data
SSE - Streaming SIMD Extensions
AES - Advanced Encryption Standard
AES-NI - Advanced Encryption Standard New Instructions
ARM - Advanced RISC Machine
PEM - Privacy Enhanced Mail
DER - Distinguished Encoding Rules
CRL - Certificate revocation list
CTL - Certificate trust list
NIST - National Institute of Standards and Technology




Metrika GnuTLS/nettle NSS OpenSSL WinAPI
Rijndael Y Y Y Y
Blowfish Y N Y N
3DES Y Y Y Y
Serpent Y N N N
Twofish Y N N N
RSA Y Y Y Y
MD5 Y Y Y Y
SHA1 Y Y Y Y
SHA224 Y Y Y N
SHA256 Y Y Y Y
SHA384 Y Y Y Y
SHA512 Y Y Y Y
PKCS #11 Y Y N Y
PKCS #7 Y Y Y Y
SSL 3.0 Y Y Y Y
TLS 1.0 Y Y Y Y
TLS 1.1 Y Y Y Y
TLS 1.2 Y N Y Y
DTLS 1.0 Y Y Y Y
DTLS 1.2 N N N Y
DSA Y Y Y Y
ECDSA Y Y Y Y
C gnutls nss openssl X
Java N jss openssl4j X
Objective-C gnutls nss openssl X
C# N N OpenSSL.NET X
Basic N N N X
C++ gnutls nss openssl X
PHP N N php-openssl X
Python python-gnutls python-nss M2Crypto X
Perl Net-GnuTLS Crypt::NSS Crypt::OpenSSL::Common X
Ruby N N ruby OpenSSL module X
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Metrika GnuTLS/nettle NSS OpenSSL WinAPI
Windows 8 Y Y Y X
Mac OS X 10.8 Y Y Y X
Fedora 18 Y Y Y X
AES-NI Y Y Y X
ARM-NEON Y N Y X
SSE Y Y Y X
Počet symbolů v API 1036 674 2451 X
Počet dynamických knihoven 3 6 2 X
Počet hlavičkových souborů 13 10 2 X
Počet volaných funkcí SSL/TLS 18 5 17 X
PPP na API funkci SSL/TLS 1,83 1 1,53 X
Počet volaných funkcí PKCS#11 11 7 N X
PPP na API funkci PKCS#11 2 1 N X
Datum posledni zmeny API 2.9.2012 3.12.2008 29.3.2010 X
Počet verzí se změnou API 8 0 2 X
Odstraněné symboly z API 354 0 29 X
MD5/8 0.025988 0.223160 0.020981 X
MD5/16 0.025988 0.208855 0.020027 X
MD5/32 0.025034 0.205994 0.020981 X
SHA1/8 0.025988 0.226974 0.024080 X
SHA1/16 0.026001 0.226974 0.024180 X
SHA1/32 0.036796 0.236021 0.024360 X
SHA256/8 0.056982 0.288010 0.048161 X
SHA256/16 0.056088 0.293016 0.048876 X
SHA256/32 0.064982 0.299917 0.048976 X
SHA512/8 0.077009 0.407975 0.062943 X
SHA512/16 0.077963 0.416040 0.062989 X
SHA512/32 0.086069 0.423193 0.064589 X
Rijndael/32 0.143051 1.806974 0.182867 X
Rijndael/64 0.201941 2.429008 0.317097 X
Rijndael/128 0.322819 2.070904 0.586987 X
Rijndael/1024 1.936913 4.029036 4.368067 X
Rijndael/2048 3.795862 6.227970 8.697987 X
Rijndael/4096 7.493973 10.812998 17.322063 X
3DES/32 0.818968 2.372026 0.421047 X
3DES/64 1.160860 2.771854 0.758171 X
3DES/128 1.889944 3.537178 1.425028 X
3DES/1024 12.374878 13.726950 11.233807 X
3DES/2048 23.291111 25.341988 21.420002 X
3DES/4096 46.108961 48.399925 42.762041 X
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