Multi-Lingual Support in OKbase by Podsedník, Lukáš
VYSOKÉ UENÍ TECHNICKÉ V BRN 
BRNO UNIVERSITY OF TECHNOLOGY 
 
 
FAKULTA INFORMANÍCH TECHNOLOGIÍ 
ÚSTAV INFORMANÍCH SYSTÉM 
FACULTY OF INFORMATION TECHNOLOGY 




















VYSOKÉ UENÍ TECHNICKÉ V BRN 






FAKULTA INFORMANÍCH TECHNOLOGIÍ 
ÚSTAV INFORMANÍCH SYSTÉM 
FACULTY OF INFORMATION TECHNOLOGY 






VÍCEJAZYNÁ PODPORA V SYSTÉMU OKBASE 




AUTOR PRÁCE   LUKÁŠ PODSEDNÍK 
AUTHOR 
 











OKbase je kompletní softwarový produkt pro firmy zahrnující docházkový, mzdový a personální 
modul. Je implementován a provozován v eském jazyce. Cílem tohoto projektu je rozšíit OKbase 





Vícejazynost, lokalizace, OKbase, docházkový systém, mzdový systém, informaní systém, 
vícevrstvá architektura, VVA framework, databáze, Java, Swing, Enterprise Java Beans, klient, 
server, frontend, backend, íselník 
 
Abstract 
OKbase is a complete software product for firms including attendance, salary and human-resources 
module. It is implemented and conducted in Czech language. The main aim of this project is to extend 





Multi-lingual support, localization, l10n, internationalization, i18n, OKbase, attendance system, 
wage-payment system, information system, multi-layer architecture, VVA framework,  database, 




Lukáš Podsedník: Vícejazyná podporav systému OKbase, bakaláská práce, Brno, FIT VUT v Brn,   
2007
Vícejazyná podpora v systému OKbase 
 
Prohlášení 
Prohlašuji, že jsem tuto bakaláskou práci vypracoval samostatn pod vedením doc. Ing. Jaroslava 
Zendulky, CSc. 
Další informace mi poskytli Ing. Michal Dufek, Ing. Martin Kosa, Ing. Karel Miarka. 












Rád bych vyjádil své upímné díky vedoucímu mé bakaláské práce doc. Ing. Jaroslavu Zendulkovi, 
CSc., mým nadízeným Ing. Michalu Dufkovi, Ing. Martinu Kosovi, Ing. Karlu Miarkovi a všem 
dalším kolegm z firmy OKsystem s.r.o. za skvlou spolupráci, rodin a všem ostatním, kteí m 













© Lukáš Podsedník, 2007. 
 8 
Tato práce vznikla jako školní dílo na Vysokém uení technickém v Brn, Fakult informaních 
technologií. Práce je chránna autorským zákonem a její užití bez udlení oprávnní autorem je 
nezákonné, s výjimkou zákonem definovaných pípad. 
 1 
Obsah 
Obsah ............................................................................................................................................... 1 
Úvod................................................................................................................................................. 3 
Popis systému OKbase.................................................................................................................. 3 
Moduly projektu OKbase .............................................................................................................. 3 
Vícejazyná podpora v systému OKbase ....................................................................................... 3 
1 Systém OKbase a framework využitý pi implementaci............................................................. 4 
1.1 Bližší popis systému OKbase............................................................................................ 4 
1.2 Popis modul OKbase ...................................................................................................... 6 
1.3 Implementace OKbase...................................................................................................... 8 
1.4 Implementaní VVA framework....................................................................................... 8 
2 Požadavky na rozšíení OKbase o vícejazynost ....................................................................... 9 
2.1 Vícejazynost v OKbase................................................................................................... 9 
2.2 Co musí být vícejazyné................................................................................................. 10 
2.3 Další požadavky............................................................................................................. 10 
3 Návrh ešení vícejazyné podpory........................................................................................... 11 
3.1 Statické a dynamické texty, rozdlení ............................................................................. 11 
3.2 Návrh vícejazynosti frontendu ...................................................................................... 11 
3.2.1 Kde jsou uloženy etzce nyní .................................................................................... 12 
3.2.2 Vícejazynost na klientovi.......................................................................................... 13 
3.2.3 Vícejazynost na aplikaním serveru .......................................................................... 15 
3.2.4 Vícejazynost frontendu uložená v databázi................................................................ 16 
3.2.5 Závr ......................................................................................................................... 17 
3.3 Návrh vícejazynosti backendu....................................................................................... 18 
3.3.1 ešení více tabulkami ................................................................................................ 18 
3.3.2 ešení jednou tabulkou .............................................................................................. 22 
3.3.3 Dynamické ešení....................................................................................................... 22 
3.4 Možnost pepínání mezi jazyky ...................................................................................... 24 
4 Implementace navrženého ešení............................................................................................. 24 
4.1 Implementace vícejazynosti obecn .............................................................................. 24 
4.1.1 Uložení jazyka do uživatelského profilu ..................................................................... 25 
4.1.2 Naítání parametru uživatelského profilu z databáze................................................... 25 
4.1.3 Naítání parametru profilu pi pihlašování................................................................. 26 
4.1.4 Uložení informace o aktuálním jazyku v pamti ......................................................... 26 
4.1.5 Komunikace mezi aplikaním serverem a klientem..................................................... 28 
 2 
4.2 Implementace vícejazynosti frontendu .......................................................................... 29 
4.3 Implementace vícejazynosti backendu........................................................................... 30 
4.3.1 Zmna databázového schématu .................................................................................. 30 
4.3.2 Zmna naítání íselník z databáze ........................................................................... 31 
5 Závr ...................................................................................................................................... 34 
Literatura ........................................................................................................................................ 35 





Tém v každém odvtví lidské innosti se v souasné dob používají pro zefektivnní práce 
informaní systémy. Dobe navržený a bezchybn implementovaný informaní systém umožuje 
snadný, rychlý a pehledný pístup k velkému množství rznorodých dat, uživatel tedy mže 
nasmrovat úsilí nikoliv na orientaci v datech, ale na jejich smysluplné využití. Jedním z odvtví 
oboru informaních systém jsou firemní softwarové produkty.  
Stále více firem na našem trhu navazuje mezinárodní obchodní styky a pijímá zahraniní 
zamstnance. Z toho plyne vzrstající poteba vývoje firemních informaních systém s podporou 
vícejazynosti. 
Popis systému OKbase 
Projekt OKbase je programové vybavení pro komplexní správu lidských zdroj firmy nebo správní 
organizace a ízení jejích vnjších vztah s partnery, zákazníky a institucemi. Je tvoeno funkn 
propojenými moduly, které sdílí spolenou databázi. Modulární architektura umožuje transparentní 
rozšiování funkcí systému kdykoli po jeho instalaci, v souvislosti s rstem poteb spolenosti a 
rozšiováním nabídky modul. 
Projekt OKbase je softwarovým produktem spolenosti OKsystem s.r.o. 
Moduly projektu OKbase 
V souasné dob jsou podporovány tyto moduly projektu OKbase: 
 Docházkový modul (D) – nástroj pro evidenci pracovní doby zamstnanc 
 Personální modul (H) – evidence a spravování údaj o osobách 
 Mzdový a platový modul (P) – kompletní zpracování mzdové agendy 
 Systémový modul (S) – základní souást OKbase, poskytuje funkce pro bh všech 
modul 
Vícejazyná podpora v systému OKbase 
Produkt OKbase je implementován a provozován v eském jazyce. Je teba ho rozšíit tak, aby bylo 
snadné postupn doplovat podporu dalších jazyk.  
Peloženy by mly být statické texty, což znamená rzná hlášení, nadpisy, popisky, položky 
v menu, ale také dynamické texty, což zahrnuje i data v databázi. Dynamická data (ta, která se mohou 
s asem mnit) se v klientovi zobrazují pedevším v tzv. Combo Boxech (rozbalovací seznamy) a 
podobných grafických komponentách. 
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Systém OKbase a framework využitý pi 
implementaci 
1.1 Bližší popis systému OKbase 
Základní rysy OKbase byly již shrnuty v úvodu. Nyní se budu zabývat bližším popisem OKbase a 
jeho modul i z hlediska implementaního. 
Akoli moduly OKbase sdílí spolenou databázi, je systém úzpsoben tak, aby bylo snadné 
pidání dalšího funkního modulu.  
OKbase je informaní systém s vícevrstvou architekturou (VVA). Požadavky jednotlivých 
klient zpracovává aplikaní server. Aplikaní server spolupracuje s databází OKbase umístnou na 
databázovém serveru. Klient tvoí relativn tenkou vrstvu. OKbase podporuje jak webového 
(tenkého), tak bohatého klienta. Webový klient slouží docházkovému modulu (tzv. docházková 
samoobsluha). Protože bohatý klient bývá nkdy také nazýván „bohatý tenký klient“ (protože v sob 
integruje to nejlepší z uživatelské rozhraní moderního programu i komunikaních možnosti webových 
prohlíže), abych se vyhnul nejasnostem, nebudu nadále používat pro webového klienta výraz 
„tenký.“ Bohatý klient má výrazn více funkcí a využívají ho všechny moduly OKbase. 
Klient implementuje v podstat pouze grafické uživatelské rozhraní (GUI). Komponenty, které 
podléhají njakým zmnám (jsou to obvykle komponenty, které mají piazený tzv. Action Listener – 
zpracovávají události) jsou registrovány na serveru (mínno aplikaní server) a server je tak schopen 
mnit jejich stav a zpracovávat události vyvolané uživatelem. 
Na obrázku 1 mžete vidt jednu z mnoha obrazovek bohatého klienta. Jedná se o obrazovku 
msíního pehledu docházky, která je souástí docházkového modulu. Na jednotlivé dny (tlaítka 
s ísly dn) lze kliknout a tím dostat grafické zobrazení dne, kde je také umožnno zadat perušení 
(nap. píchod do práce nebo odchod k lékai). Tlaítka Podepsat a Schválit využívají nadízení 
k podepsání a následnému schválení docházky. 
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Obrázek 1 - Bohatý klient 
 
Obrázek 2 ukazuje webového klienta – tzv. docházkovou samoobsluhu. Funkcionalitu má 
podobnou jako msíní pehled docházky v bohatém klientovi. Navíc umožuje plánovat nkterá 
perušení (využívá se zejména pi plánování dovolené). 
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Obrázek 2 - Webový klient 
 
Bohatý klient má samozejm mnohonásobn více funkcí než klient webový, který slouží 
pouze jako docházková samoobsluha. Jsou to zejména funkce personální (modul H) a mzdové (modul 
P). Také umožuje kompletní konfiguraci OKbase (nap. editory íselník). 
1.2 Popis modul OKbase 
 
Docházkový modul (D) 
Docházkový modul je nástroj pro evidenci pracovní doby zamstnanc. Umožuje jednoduchým 
zpsobem evidovat píchody a odchody zamstnanc, následn je vyhodnocovat, kontrolovat a 
schvalovat. Základem pro implementaci jsou smnové kalendáe zamstnanc, docházkové terminály 
a identifikaní karty.  
Docházková ást OKbase eviduje docházku osob a umožuje prbžné monitorování 
pítomnosti osob na pracovišti. Data jsou do systému zadávána pomocí docházkových terminál nebo 
pomocí bžných PC – užitím webového nebo bohatého klienta. Výpis poskytuje pehled 
odpracovaných i neodpracovaných hodin v potebné struktue. 
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Každá osoba má po pihlášení pístup k vlastním údajm a má možnost je modifikovat podle 
nastavených oprávnní. Docházkový modul umožuje výpoet a schválení salda pracovní doby za 
celý msíc – výsledkem jsou vstupní data pro mzdový a platový modul a následný výpoet mezd. 
Tento modul také obsahuje jednoduchý plánovací kalendá. 
 
Personální modul (H) 
Personální modul je nástroj pro optimalizaci využití lidských zdroj organizace. Umožuje evidovat a 
spravovat základní personální údaje o osobách v pracovnprávních vztazích (zamstnancích nebo 
osobách ve služebních pomru), uchazeích o zamstnání i bývalých zamstnancích.  
Dále umožuje vybudovat systém pro operativní poskytování požadovaných personálních 
informací o všech zamstnancích, uchazeích o zamstnání a osobách udržovaných v evidenci i po 
odchodu z firmy, evidovat pracovní pozice, pracovní místa a innosti, poskytovat informace pro 
tvorbu plánu lidských zdroj vetn jejich vzdlávání a zefektivnit organizaní strukturu firmy, 
poskytovat historické, evidenní, statistické a dokumentaní informace a výstupy, zpístupnit vybrané 
údaje všem úrovním vedení firmy a poskytnout manažerské prostedky pro práci s nimi a provozovat 
jedinou aktuální databázi i pro ostatní systémy vyžadující informace z oblasti lidských zdroj. 
 
Mzdový a platový modul (P) 
Mzdový a platový modul slouží pro kompletní zpracování mzdové agendy. Zaruuje korektní operace 
a pesné výsledky podle posledních platných pedpis. Je urený pro ešení veškerých úloh v mzdové 
oblasti - od vedení základních údaj po tvorbu mzdových list a odvod plateb. Mzdový a platový 
modul obsahuje údaje o pracovníkovi a jeho pracovním pomru, platové údaje a detaily o 
odmování, sledování nepítomností, zpracování srážek, výpoty daní, sociálního a zdravotního 
pojištní, výplatní lístky a roní mzdové listy, podklady pro prohlášení poplatníka k dani a výpotu 
dan z píjmu, statistické výkazy, msíní, roní a kumulované výstupy, elektronické podávání ELDP 
a Pihlášek a odhlášek zamstnanc k nemocenskému pojištní a další. 
Systémový modul (S) 
Systémový modul je základní souástí OKbase. Vytváí prostedí a poskytuje funkce pro bh všech 
modul. Systémový modul je správcem konfiguraních parametr, uživatelských práv a funkcí, 
zabezpeuje i základní funkce související s ochranou osobných údaj a dalších uložených dat. 
Základní komponenty jsou správa konfigurace systému, správa íselník a systémových tabulek, 
správa uživatel, oprávnní (pístupová práva uživatel), události (Event log), zálohování a archivace, 
audit, tiskový generátor, historie, integrace s OS a další. 
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1.3 Implementace OKbase 
Jak již bylo výše zmínno, OKbase je naprogramována ve vícevrstvé architektue, tedy oddluje 
datovou, aplikaní a prezentaní vrstvu. VVA klient OKbase je implementován na platform Java, je 
tedy možné provozovat ho pod rznými OS a architekturami.  
Veškerá logika aplikace OKbase (tzv. Business logika) je soustedna na aplikaním serveru. 
Business logika OKbase také využívá platformu Java, technologie J2EE (Java 2 Enterprise Edition) a 
EJB (Enterprise Java Beans). Tyto technologie jsou práv použity v nejspodnjší vrstv aplikace a 
využívá se jich pi styku s databází. Technologie EJB ve spolupráci s Hibernate tools napíklad 
umožuje vygenerování entit z databáze a jejich mapování na objekty v jazyku Java. Každá entita 
v databázi je potom reprezentována Javovskou tídou. EJB také umožuje elegantní užívaní dotaz a 
vklad do databáze. Pro každou entitu si mžeme na jednom míst vytvoit rzné peddefinované 
dotazy, které pak používáme v celé J2EE aplikaci. 
Vyšší vrstvy Business logiky zajišují výpoet. Pro ten se vesms využívají standardní 
prostedky jazyka Java, nap. pro ukládání dat Java Collections Framework (JCF). Ješt výše jsou 
potom umístny prvky komunikující s klientskými (grafickými a datovými) komponentami. 
Bohatý klient využívá standardní grafickou knihovnu jazyka Java – Swing. Webový klient 
využívá technologii JSP (Java Server Pages). 
 
1.4 Implementaní VVA framework 
Pi implementaci je použit speciální VVA framework z dílny firmy OKsystem. V následujících 
odstavcích se ho pokusím strun popsat. 
VVA framework je knihovna, která usnaduje práci programátora pi vytváení a dotváení 
klientské a serverové ásti (míní se ást OKbase, která bží na klientovi nebo aplikaním serveru, 
nikoli tedy databázový server),  a to zejména pi zajištní komunikace klienta se serverem. 
Pvodn mla být vícejazyná podpora napsána pro OKbase na novém VVA frameworku 2.0, 
avšak z asových dvod bylo pikroeno k implementaci pro OKbase bžícím na VVA frameworku 
1.0. (tedy nikoli pro OKbase 2.x, ale pro OKbase 1.x). Vícejazyná podpora by však mla být co 
nejmén závislá na implementaním frameworku, aby ji bylo možné využít i pro OKbase 2.x. Dále 
budu popisovat VVA framework 1.0. 
Zamím se na komunikaci klienta se serverem, což je nejpodstatnjší úloha této knihovny. Pi 
spuštní bohatého klienta ped sebou vidíme celou adu komponent. Nejedná se pouze o viditelné, 
grafické komponenty, ale také o nkteré datové komponenty, které nevidíme. Ty komponenty, které 
se za bhu OKbase mohou mnit, nebo ty komponenty, které jsou pro každého uživatele rzné, mají 
také svj obraz na serveru. Tento obraz je potomkem abstraktní tídy 
AbstractServerComponent, která pochází z naší VVA knihovny.  
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Musí tedy existovat mechanismus, jak na sebe namapovat komponentu z klienta a ze serveru. 
Tento mechanismus zajišují tídy s koncovkou –Map – ty obsahují konstanty, které se využívají pi 
registraci komponent.  
Chci-li tedy pidat komponentu, která není statická, musím: 
Na klientovi: 
 pidat instanní promnnou odpovídajícího typu grafické (nebo datové) komponenty 
(nap. JComboBox) 
 provést inicializaci komponenty (nap. pomocí konstruktoru – new JComboBox() ) 
 provést registraci komponenty pomocí speciální registraní funkce (práv z VVA 
frameworku), která má dva parametry: identifikátor komponenty a konstantu z tídy 
*Map 
 pípadn provést umístní komponenty do okna (pokud se jedná o grafickou 
komponentu) 
Ve tíd *Map: 
 doplnit instanní promnnou – konstantu, která bude sloužit jako identifikátor pi 
registraci komponenty 
Na serveru: 
 pidat instanní promnnou do obsluhující tídy, potomka tídy 
AbstractServerComponent 
 do konstruktoru pedat parametr o identifikaci píslušné komponenty (opt pomocí 
konstanty z tídy *Map) 
2 Požadavky na rozšíení OKbase o 
vícejazynost 
2.1 Vícejazynost v OKbase 
Požadavky na rozšíení projektu OKbase v oblasti podpory vícejazynosti již byly shrnuty v 
kapitole 1.3. Nyní se jimi budu zabývat podrobnji. 
Produkt OKbase je implementován a provozován v eském jazyce. Je teba ho rozšíit tak, aby 
bylo snadné postupn doplovat podporu dalších jazyk. Jedná se pouze o vícejazynou podporu, 
nikoli o úplnou lokalizaci. Implementace vícejazyné podpory by však mla zohledovat a nemla by 
bránit možnosti následného zavedení podpory úplné lokalizace, a to zejména podpory veškeré 
zahraniní legislativy související s personálními, mzdovými, docházkovými a dalšími oblastmi 
firemních informaních systém.  
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Cílem tohoto projektu je zavést vícejazynou podporu pro tuzemské uživatele projektu 
OKbase. Tuzemskými uživateli jsou mínny firmy, které mají zamstnance v eské republice a ídí 
se zákoníkem práce eské republiky. Pi zavádní vícejazyné podpory je nutné postupovat tak, aby 
bylo snadné rozšíit systém OKbase pro zahraniní uživatele. Zahraniními uživateli jsou mínny 
firmy, které mají zamstnance jinde než v eské republice a které se ídí zákoníkem práce jiné zem 
než eské republiky. 
 
2.2 Co musí být vícejazyné 
Které komponenty by mly být vícejazyné, to už bylo také zmínno v kapitole 1.3. Požadavky 
rozdlím a shrnu do dvou seznam: 
Statické texty: 
 nadpisy oken a komponent 
 popisky (= nápisy – statické texty v oknech) 
 položky v menu 
 dialogová okna 
 chybová hlášení programu 
 texty, které se zobrazují po najetí kurzoru myši nad uritou komponentu 
Dynamické texty: 
 íselníky (= data, která jsou mnitelná, pokud má na to uživatel dostatená práva – 
nap. íselník perušení: sdružuje jednotlivé typy perušení (a jejich pidružené údaje), 
jež mohou nastat bhem dne) 
 další data v databázi podléhající pekladu 
 
2.3 Další požadavky 
Dále je nutné zachovat zptnou kompatibilitu. Bude tedy poteba zachovat databázovou strukturu 
pvodního OKbase, pouze pidávat tabulky, nebo provádt jen mírné zmny. 
Dalším argumentem, pro zachovat pvodní databázovou strukturu je ten, že se k databázi 
s cizími jazyky bude podle pedpoklad pistupovat spíše ve vyjímených pípadech. OKbase bude 
nasazen primárn u eských firem. Vícejazynost tedy bude sloužit pro zahraniní pracovníky 
pracující v eských firmách nebo firmách ídících se eskou legislativou. 
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3 Návrh ešení vícejazyné podpory 
3.1 Statické a dynamické texty, rozdlení 
Díve, než se budeme zabývat návrhem ešení, je teba si definovat nkteré pojmy. Vícejazynost 
informaních systém bývá ešena na dvou úrovních – pro statické a dynamické texty. Pro tyto dv 
úrovn se vžil název frontend a backend. 
 
Frontend 
Statická data; data, která žádným uživatelem nejdou zmnit. Mnit je mže pouze programátor 
(nap. pro další verzi systému). 
Backend 
Data v databázi, která podléhají pekladu 
 
Pi návrhu vícejazynosti frontendu a backendu se nám nabízí celá ada možností. Je možné je 
je tídit bu	 z hlediska toho, jakou technologii pi návrhu použijeme, nebo z hlediska toho, na jaké 
vrstv aplikace budeme vícejazynost ešit (tedy jestli na klientovi, v nkteré servisní vrstv aplikace, 
nebo pímo v databázi). V následujících ádcích se budu zabývat tídním podle druhého hlediska, 
následn uvedu, jaké technologie (nebo programovací techniky) se pi vybrané možnosti dají použít. 
Nejdíve ale ešení rozdlím na vícejazynost frontendu a backendu, kterými se budu zabývat 
oddlen. 
3.2 Návrh vícejazynosti frontendu 
U vícejazynosti frontendu se nabízí následující možnosti: 
 ešení vícejazynosti pímo na klientovi 
 ešení vícejazynosti v aplikaní logice (bžící na aplikaním serveru) 
 uložení informací do databáze; ešení vícejazynosti na úrovni databáze a aplikace 
Pi umístní na klienta by se mohlo stát, že by klient zabíral neúnosné množství pamti, což je 
poteba pi návrhu zohlednit a zvážit. ím více jazyk bude OKbase podporovat, tím tím bude bohatý 
klient rozsáhlejší. Podle specifikace požadavk bude vtšinou poteba pouze eský jazyk, proto by 
mohlo být uchovávání takového množství dat na klientovi ve vtšin pípad zbytené. 
Umístní dat na serveru nebo v databázi by zase zvýšilo komunikaní tok mezi klientem a 
serverem, ímž by zajisté došlo ke zpomalení. V návrhu je proto nutné zvážit, jestli je toto zpomalení 
podstatné, nebo zanedbatelné. Pi uložení do databáze by navíc mohlo dojít ke zbytenému zvtšení 
databáze (jedná se o statické texty, které se s asem nemní, proto by v databázi vbec nemusely být). 
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Pokud by byla data uložena nkde jinde než na klientovi, zachoval by se koncept tzv. 
„bohatého tenkého klienta“ (zachoval by se co nejmenší rozsah klienta). 
 
3.2.1 Kde jsou uloženy etzce nyní 
Popisky, položky menu a tlaítka jsou v OKbase reprezentovány tídami JLabel, JMenu, 
JMenuItem, JButton (standardní knihovna Swing jazyka Java) a VvaSpeedButton (VVA 
framework OKbase). Zjišujeme tedy, kde jsou tmto komponentám piazovány etzcové popisky. 
Pro ilustraci uvádím nkolik píklad: 
Komponenty JLabel 
Píklad: ObmWelcomePanel.java 
    jLabel_OKsystem_title.setText("Docházkový modul"); 
    jLabel_OKsystem_text.setText( 
      "<HTML><BODY>"+ 
      "Docházkový modul je nástroj pro evidenci pracovní doby zamstnanc. 
Aplikace je svojí variabilitou urená pro všechny druhy organizaci i 
firem. Umožuje jednoduchou a úinnou formou evidovat píchody a odchody 
zamstnanc, následn je vyhodnocovat, kontrolovat a schvalovat. Základem 
pro implementaci jsou smnové kalendáe zamstnanc, docházkové terminály 
a identifikaní karty."+ 
      "</BODY></HTML>" 
    ); 
    jLabel_cile_title.setText("Personální modul"); 
Inicializace textu do prvku JLabel probíhá na klientovi. 
 
Komponenty JMenu a JMenuItem 
Píklad: ObdmMenuPanelMenuBuilder.java 
    jMenu_obsluha.setText("Obsluha"); 
    jMenuItem_obsluha_prihlaseniUzivatele.setText("Pihlášení uživatele"); 
    jMenuItem_obsluha_vzhledStranky.setText("Vzhled stránky..."); 
    jMenuItem_obsluha_nahled.setText("Náhled..."); 
    jMenuItem_obsluha_importAExport.setText("Import a export..."); 
    jMenuItem_obsluha_konec.setText("Konec"); 
 
Inicializace textu v menu tedy opt probíhá na klientovi. 
 
Komponenty JButton (tlaítka) 




Jedná se o speciální tlaítka z VVA knihovny. Jejich nadpisy se také inicializují na klientovi. 
Závr: Inicializace vtšiny komponent se statickými texty (i tch, které jsou pes VVA knihovnu 
propojené se serverem) se odehrává na klientovi. To mže být argument, pro umístit vícejazynost 
frontendu práv na klienta. 
3.2.2 Vícejazynost na klientovi 
Pro vícejazynost implementovanou pímo na klientovi je vhodné využít standardní prostedky Javy – 
tídy týkající se lokalizace (zkratka l10n) a implementace mezinárodní podpory (anglicky 
internationalization – zkratka i18n) z balíku java.util.* (pedevším potomky tíd 
java.util.ResourceBundle).  
Statické texty na tlaítkách, v menu a na popiskách by se potom neinicializovaly pímou 
hodnotou, jak je tomu u klasické aplikace využívající knihovnu javax.swing. Získání 
lokalizovaných etzc demonstrují následující úseky kódu pevzaté z Literatury [1]. Java nabízí dv 




protected class MyResources extends ListResourceBundle { 
  protected static Object[][] resources = { 
    {“WhatIsJava”, “Jaka je Java?”} 
    // … 
  }; 
 
  public Object[][] getContents() { 
    return resources; 
  } 
} 
 
Nyní jsme vytvoili tídu, kde je uložen požadovaný etzec. Tída MyResources je 
potomkem tídy ListResourceBundle. Metoda getContents() vrací dvojrozmrné pole 
pár klí/prostedek. Ti teky v píkladu naznaují, že pole „resources“ obvykle obsahuje více pár 
klí/prostedek. Rovnž mže existovat více tíd-potomk ListResourceBundle, nap. 
MyResources_de pro nmeckou jazykovou mutaci. 
Následující kód ukazuje, jakým zpsobem z  ListResourceBundle hodnotu 





public class JavaQuestion { 
  protected static ResourceBundle resources = 
    ResourceBundle.getBundle(“MyResources”); 
 
  public static void main(String[] args) { 
    System.out.println(resources.getString(“WhatIsJava”)); 
  } 
} 
 
Podotýkám, že program je znan zjednodušen, aby jasn demonstroval použití 
internacionalizace. Tída ListResourceBundle (její potomek) slouží jako úložišt 
lokalizovaných dat a hlavní funkce tídy JavaQuestion vypíše na standardní výstup lokalizovaný 
etzec.  
To, v jakém jazyce etzec bude, uruje nastavené prostedí v operaním systému. To 
v OKbase nebude to pravé. Budeme potebovat dostat ty etzce, které souhlasí s národním 
prostedím definovaným v uživatelském profilu uživatele OKbase.  
Následující úsek kódu objasuje, jak si lze vynutit, kterou jazykovou mutaci vícejazyného 
textu získáme. 
 
protected static ResourceBundle resources = 
  ResourceBundle.getBundle(“MyResources”, new Locale(“de”, “CH”)); 
 
Java nabízí ješt jednodušší zpsob, jak ukládat lokalizované etzce. Jedná se o tídu 
PropertyResourceBundle, která je také potomkem ResourceBundle. U 
PropertyResourceBundle nemusíme vytváet novou tídu pro uložení vícejazyných text – 
staí vytvoit stejnojmenný soubor s píponou .properties, do nhož vložíme požadované informace: 
 
WhatIsJava=Was ist Java? 
 
Soubor .properties je textový, obsahuje ádky klí=hodnota oddlené znakem pro konec ádku. 
Tento zápis má dv výhody: 
 je výrazn jednodušší 
 pi pidání další „property“ se nemusí tída s etzci pekládat 
 
Výhody tohoto ešení: 
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 data jsou uložena na klientovi, není tedy teba mnit dosavadní koncepci uložení. Tyto 
klientské komponenty nebude teba registrovat na serveru pomocí VVA knihovny a 
nebude teba zatžovat spojení posíláním dat z klienta. 
 
Zpsob uložení statických dat (frontendu) na klientovi má ale své nevýhody: 
 ím více bude jazyk, tím vtší množství pamti bude klient zabírat 
 do jisté míry odporuje koncepci „tenkého“ bohatého klienta popsaného v kapitole 1.1 
 pi používání webového klienta je uložení jakýchkoli dat na klientovi nerealizovatelné. 
Bude tedy nutné zabývat se vícejazyností bohatého a webového klienta zvláš.  
3.2.3 Vícejazynost na aplikaním serveru 
Je nutné se také zabývat ešením, které bude více koncepn píbuzné dosavadní implementaci 
systému OKbase a nebude tolik zatžovat klienta. 
Nic nebrání tomu, použít prostedky jazyka Java z balíku java.util.* i ásti OKbase 
umístné na aplikaním serveru. Mechanismus popsaný v pedchozí kapitole to dovoluje. 
Nkteré statické komponenty (jedná se pedevším o komponenty JLabel) nejsou pomocí 
VVA knihovny na serveru zaregistrovány (pomocí funkce registerComponent() ).  V pípad 
tohoto ešení bude tedy nutné pracovat na úkolech: 
 vytvoení ListResourceBundle (java tíd) nebo PropertyResourceBundle 
(tzv. .properties soubor) v ásti OKbase umístné na aplikaním serveru 
 registrace všech komponent (bude nutné upravit jak bohatého klienta, tak server) 
pomocí funkcí VVA knihovny 
 smazat inicializaci komponent na klientovi a umístit inicializaci komponent na server 
Pro inicializaci komponent je vhodné vytvoit speciální servisní tídu, která bude zajišovat 
služby vícejazynosti.  
 
Výhody tohoto ešení: 
 pomrn snadná implementace, nemusí se mnit databázové schéma 
 nedojde ke zvýšení zatížení klienta 
Nevýhody: 
 data nejsou uložena v databázi, ale v textových souborech (nemusí být nevýhoda, jedná 
se o statická data, která se nebudou mnit) 
 zvýšení komunikaního toku mezi klientem a serverem 
Podotýkám, že ke zvýšení penášeného objemu dat mezi klientem a serverem dojde 
každopádn, pokud budeme preferovat ešení, které nebude založeno na uložení výcejazyných dat 
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pímo na klientovi. Bude k nmu ale docházet pedevším jednorázov pi spouštní klienta pomocí 
Java WebStart, nemusíme se tedy obávat výrazného zpomalení bhu aplikace. 
3.2.4 Vícejazynost frontendu uložená v databázi 
Nabízí se ešení, které uloží statická vícejazyná data pímo do databáze. Je diskutabilní, jestli je 
nutné ukládat vícejazyná data práv do databáze, zvlášt když se jedná o statická data, která by se 
s asem nemla mnit. 
Pozn.: Data by se nemla rozhodn nemla mnit u uživatel (nebude existovat žádný editor dat), ke 
zmnám mže docházet pi pidávání podpory dalších jazyk do OKbase nebo pi modifikaci tch stávajících. 
Všechno toto by mli zajišovat programátoi manuáln. 
Pi ukládání dat do databáze nelze použít nástoje pro vícejazynost z balíku java.util.*. 
Bylo by nutné napsat vlastní nástroje. Dále navrhnme, jak by takováto data mohla být uložena 
v databázi: 
 
 pro každý jazyk nová tabulka (sloupce klí, hodnota) – složitjší na implementaci, 
vybírání tabulky podle id jazyka by se muselo ešit dynamickým tvoením SQL dotaz 
v Java kódu, pípadn dynamickým SQL 
 jedna velká tabulka se sloupci (klí, hodnota, id_jazyka) – je možné vybrat jazyk 
 
Dále se nabízí dv možnosti, jak vícejazyná data použít: 
1. Klient si pi spuštní a pipojení k serveru vyžádá jazykovou mutaci, ta bude natena 
z databáze a bude mu poslána jako pole klí/hodnota. Klient si pak sám inicializuje 
komponenty se statickými texty (nebude tedy docházet k registraci tchto komponent 
na serveru). 
2. Klient si pi spuštní a pipojení k serveru vyžádá jazykovou mutaci, ta bude natena 
z databáze a podle ní budou incializovány obrazy klientských statických komponent na 
serveru. Tyto komponenty bude tedy nutné ped inicializací vícejazyným textem 
registrovat a pidat na server (jak bylo popsáno v kapitole 1.4). 
 
Výhody možnosti 1.: 
 neregistrované komponenty klienta nebude teba registrovat na serveru pomocí 
VVA knihovny 
Nevýhody možnosti 1.: 
 pomalejší spuštní klienta, posílání velkého objemu dat na zaátek, ikdyž teba 
nebude poteba 
 dojde k dalšímu zatížení klienta 
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 píliš se neshoduje s koncepcí OKbase postavené na využívání VVA knihovny 
pi komunikaci klienta a serveru 
Poslední nevýhoda by se dala vyešit registrací „komponenty vícejazynosti“ – pole (nebo 
kolekci) pár klí/hodnota. 
 
Výhody možnosti 2.:  
 nedojde k pílišnému zatížení klienta 
Nevýhody možnosti 2.: 
 nutnost registrovat všechny grafické komponenty, i ty se statickými texty 
3.2.5 Závr 
Hlavním kritériem pi rozhodnutí, kam vícejazynost umístit tedy bude fakt, kolik pamti by zabíraly 
vícejazyné texty na klientovi. Provedeme tedy experiment a zkušební .properties soubor vytvoíme. 
Vynásobením jeho velikosti potem jazyk získáme navýšení pamti, kterou bude klient zabírat. 
Jelikož klient používá technologii Java WebStart, dochází k automatickým aktualizacím. 
Properties soubory se budou mnit, pokud nebudou aktuální. 
Pro ukládání dat do .properties soubor byla pvodn stanovena tato pravidla pro pojmenování 
identifikátor (klí) property: 
 identifikátory budou bez hák a árek 
 první písmeno identifikátoru bude velké 
 u víceslovných názv bude každé poátení písmeno dalšího slova velké 
 jinak budou identifikátory stejné jako eské texty 
 pokud má eský název více než 5 slov, dojde ke zkrácení – další slova se neuvedou 
 pokud se jedná o delší text (nap. text úvodní text popisu jednotlivých modul 
OKbase), dojde k výstižnému pojmenování identifikátoru (nemusí souhlasit s textem). 
V takovém pípad je nutné si identifikátor textov vyhledat v .properties souboru 
podle hodnoty (etzce), kterou reprezentuje 
 pokud je v eském názvu dvojteka („:“), pijde místo ní do identifikátoru „Dvojtecka“ 
 taktéž „Tecka“, extra mezera =„Mezera“, ti teky = „Trojtecka“ 
Bhem vývoje se však ukázalo, že vývojové prostedí Eclipse umožuje ásten 
automatizované generování .properties soubor, jež znan usnadní práci. Nevýhodou ovšem je, že 
identifikátory (klíe) property nesplují výše stanovená pravidla. 
Zkušební .properties soubor pro docházkový modul zaujímá 5,57KB. Vzhledem k tomu, že 
soubor bude v JAR archivu, bude jeho velikost po kompresi 2,29KB. Pokud by napíklad OKbase 
podporoval 10 jazyk, bylo by to 10 properties soubor o velikosti 22,9KB. Když k tomu pidáme 
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.properties soubory dalších modul OKbase, nkolikanásobn se velikost zvýší. Avšak ani to nestaí 
k tomu, abychom museli pro extrémní velikost možnost uložení na klientovi zavrhnout. 
 
Nejvýhodnjší možnost uložení vícejazyných dat frontendu pro bohatého klienta je tedy pímo 
na klientovi. Webový klient bude mít svá vícejazyná data uložena v .properties souborech na 
serveru. 
3.3 Návrh vícejazynosti backendu 
Data k vícejazynosti backendu budou urit uložena do databáze, protože sama dynamická data jsou 
tamtéž uložena.  
Pi ešení je ale nutné splnit požadavek zptné kompatibility. Znamená to, že pvodní 
databázové schéma musí být zachováno, do databáze se smí pouze pidávat tabulky (nebo sloupce 
tabulek). Z tohoto požadavku plyne hodn omezení, která se projeví pi návrhu ešení. 
Napíklad z docházkového modulu se bude muset vyešit vícejazynost u tchto tabulek: 
D_C_CHYBA, D_C_PRERUSENI, D_C_PRERUSENI_R, D_C_ZADOST_STATUS, 
D_HIST_KUMULAT, D_TERM_PARAM, D_TERMINAL_KALENDAR. 
Ve mzdovém modulu jich bude mnohonásobn více.  
Pi vícejazynosti backendu je poteba vyešit tyto úkoly: 
 návrh databázového schématu pro uložení vícejazyných dat 
 návrh celku aplikace, který bude tato data z databáze naítat a poskytovat jednoduché 
rozhraní pro vyšší vrstvy aplikace 
 
V následujících kapitolách popíši jednotlivé možnosti uložení vícejazyných dynamických dat 
do databáze. 
3.3.1 ešení více tabulkami 
Demonstrujme ešení na konkrétní tabulce D_C_PRERUSENI. Tato tabulka obsahuje rzné typy 
perušení, které si zamstnanec v docházkovém systému mže zadat. Nap. píchod do práce, odchod 
z práce, odchod na pestávku, odchod k lékai, dovolená, nemoc, atd. 
Pokusím se strun vysvtlit nkteré sloupce tabulky D_C_PRERUSENI: 
kod – primární klí, jednoznaný identifikátor perušení 
text – text perušení, nap. „Odchod k lékai“ 
alt_text – text perušení, který se zobrazuje na docházkovém terminálu 
typ – nap. P, O, nebo C – píchodové, odchodové, nebo celodenní 
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sloz_po_kod – mzdová složka, která následuje po tomto perušení (nap. „Odpracovaná doba“ 
po píchodu do práce) 
sloz_pred_kod – mzdová složka, která pedchází toto perušení (nap. „Odpracovaná doba“ 
ped odchodem z práce) 
Další sloupce jsou píznaky používané pi výpotu docházky. Obrázek 3 ukazuje tabulku 
D_C_PRERUSENI zobrazenou pomocí ER diagramu. 
 
Obrázek 3 
Sloupce, u kterých se bude ešit vícejazynost: 
 text 
 alt_text 
U sloupce typ vícejazynost ešit nebudeme, protože je používán pedevším intern (uvnit 
aplikace, navenek se projevuje pouze v dsledku). 
Nyní se zabývejme metodou, jak vícejazyná data uložit.  
Pomime nkterá ešení s redundancí dat nebo jinými nevýhodami: 
 duplicita sloupc – pouhé pidání atribut do stejné tabulky, nap. pro anglitinu 
text_en a alt_text_en. Nevýhoda tohoto zpsobu je pedevším v tom, že pi pidání 
dalšího jazyka se musí mnit databázová struktura. Výsledné schéma mžete vidt na 
následujícím obrázku. Má své opodstatnní pro vícejazynost, kdy pesn víme, že 
hodláme pidat jenom jeden nebo dva jazyky. Výhodou je pedevším jednoduchost, 






 duplicita ádk – pro každý jazyk je zduplikován ádek tabulky. Klí je složený 
z pvodního primárního klíe, je ješt pidán klí jazyka, který nazveme lang_id. 
Nevýhoda tohoto zpsobu nastane, pokud jsou v tabulce atributy, které pekladu 
nepodléhají. Nap. u D_C_PRERUSENI je jich celá ada: sloz_po_kod, sloz_pred_kod, 
platny_kod, lze_zmenit, nabizet_terminal, a další. Dojde pak k nežádoucí duplicit a 
redundanci dat – data budou v tabulce tolikrát, kolik bude jazyk (místo jedenkrát).  
Pi návrhu se tedy musíme vyvarovat: 
 toho, aby bylo nutné pi pidání jazyka mnit databázové schéma 
 redundance 
 
Ke splnní požadavk musíme tedy tabulku D_C_PRERUSENI rozdlit na ást podléhající 
pekladu a ást nepodléhající pekladu. Všechny atributy, které potebujeme pekládat, 
osamostatníme do další tabulky, která bude k základní tabulce ve vztahu 1:N, kde N bude poet 




Identifikátor jazyka v tabulce S_C_JAZYK nebude dvojznakový (nap. „cs“, „en“, „de“ pro 
eštinu, anglitinu, nminu), ale ptiznakový typu „cs_CZ“ nebo „en_US“. Píslušnost ke státu 
(národu) v OKbase sice nebudeme uvažovat, ale zkratky ptimístného typu jsou obvyklejší a 
používanjší (zejména v Jazyku Java).  
V tabulce D_C_PRERUSENI zstaly pekládané sloupce text a alt_text. Vyplývá to 
z požadavku z kapitoly 2.3 (Další požadavky, Specifikace požadavk), kdy je nutné zachovat zptnou 
kompatibilitu, tedy není možné v databázi njaké sloupce mazat. Vzhledem k tomu, že eština jako 
výchozí jazyk v tabulce S_C_JAZYK ani D_C_PRERUSENI_JAZYK nebude, nedojde k žádné 
redundanci. 
 
Tatáž transformace se provede se všemi tabulkami v databázi, které obsahují texty podléhající 
pekladu. V kapitole 3.3 jsou vyjmenovány tabulky docházkového modulu, které takové texty 
obsahují. Je jich 7. Jenom v docházkovém modulu by tedy vzniklo navíc 7 dalších tabulek a 7 by se 
muselo modifikovat. Vezmeme-li v úvahu celý systém OKbase, vznikly by navíc desítky 
databázových tabulek. 
 
Akoli je toto ešení pravdpodobn návrhov nejistší, vznikají zde problémy s pílišnou 
složitostí a neúmrn velkým potem nových tabulek, které vícejazyná podpora do systému OKbase 
pináší. 
 
Shrme tedy do bod výhody a nevýhody tohoto ešení: 
Výhody: 
 návrhová istota 
Nevýhody: 
 velké množství tabulek 
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Pedcházející ešení vícejazynosti backendu byla pevzata z Literatury [3]. 
 
3.3.2 ešení jednou tabulkou 
Data backendu je též možné uložit do jedné tabulky pro celý OKbase, pípadn do jedné tabulky 
v rámci modulu OKbase. Tato tabulka bude mít sloupce jazyk_kod, kod, vyraz. Sloupec vyraz bude 
hledaný textový etzec patící ke sloupci urité tabulky. Vícejazyné sloupce budou zdvojené, 





 pomrn jednoduché, do databáze se pidají pro každý modul jenom dv tabulky 
 
Nevýhody: 
 mezi tabulkami D_C_PRERUSENI a S_C_VYRAZ_JAZYK není možné udlat vztah, 
záznamy v tabulkách se tedy musí mazat, upravovat a pidávat programov 
 není píliš vhodné kvli jazykové podpoe do tabulky D_C_PRERUSENI pidávat 
sloupce 
3.3.3 Dynamické ešení 
Je možné i jiné ešení, které nazveme dynamické. Dynamické proto, že umožuje nejenom pidat 
jazyk bez zmny databázové struktury, ale také pidat njaký atribut, sloupec jakékoli tabulky, který 
se díve nepekládal a nyní je ho poteba peložit.  
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Nevýhodou je ale opt to, že s pekládanou tabulkou (v našem pípad D_C_PRERUSENI) 
není možné vytvoit vztah. 
Na první pohled sice vypadá, že vztah mže vzniknout. Je ale poteba si uvdomit, že na atribut 
zaznam_kod by musely být navázány všechny tabulky, u kterých je poteba provést lokalizaci, 
nejenom tabulka D_C_PRERUSENI. Jeden cizí klí ale mže být navázán pouze na jednu tabulku. 
Obrázek 7 ukazuje výsledné schéma. 
 
Obrázek 7 
Výhody tohoto ešení: 
 je možné dynamicky pidat sloupec nkteré databázové tabulky, který se díve 
nepekládal a nyní je poteba ho peložit 
 do databáze se nepidává mnoho tabulek 
 požadovaná data je možné získat dvma SQL píkazy 
Nevýhody tohoto ešení: 
 mezi tabulkami D_C_PRERUSENI a S_LOKALIZACE není možné vytvoit vztah, 
záznamy v tabulkách se tedy musí mazat, upravovat a pidávat programov, nikoli na 
úrovni databáze 
 
Z hlediska použitých technologií je možné takovéto ešení implementovat. Je možné vytvoit 
servisní vrstvu mezi databází obsluhovanou EJB (a Hibernate) a aplikaní logikou. 
Pro implementaci bylo vybráno práv poslední, dynamické, ešení. 
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3.4 Možnost pepínání mezi jazyky 
Zadání pesn nespecifikuje, jakým zpsobem bude moci uživatel mezi jazyky pepínat. Možnosti 
jsou následující: 
 uživatel nebude moci pepínat mezi jazyky, uživatelv jazyk se zjistí z uživatelského 
nastavení na jeho lokálním poítai 
 uživatel bude moci dynamicky pepínat mezi jazyky. Musí tedy existovat 
mechanismus, který by si pamatoval, který jazyk patí ke kterému uživateli. 
Druhé ešení je logitjší. OKbase mže bžet v nkteré firm s pracovníky, kteí mluví 
rznými jazyky. Více pracovník mže ale pistupovat k jednomu stroji na jeden uživatelský úet 
operaního systému. Proto uživatelská nastavení lokálního uživatele nemusí být vždy správným 
vodítkem pro to, jaký jazyk vybrat. Nehled na to, že pi práci s webovým klientem k informacím o 
lokálním uživateli vbec nemusí být pístup. Pepínání by se tedy mlo uskuteovat na úrovni 
OKbase, ne pouze podle toho, jaký má lokální uživatelský profil výchozí jazyk. 
Z toho vyplývá nutnost zavést v OKbase uživatelské profily. Ty v OKbase už jsou 
implementovány. Staí je pouze využívat a pidat k nim položku, která udává, který jazyk má uživatel 
vybrán. 
Také bude samozejm poteba vytvoit položku (v menu, v konfiguraci OKbase...), pomocí 
které bude uživatel jazyk pepínat. Pi pepnutí se uživatelské nastavení uloží do uživatelského 
profilu. 
 
4 Implementace navrženého ešení 
V této kapitole se budu vnovat nejprve obecným krokm, které jsem musel podniknout pi 
implementaci vícejazynosti. Dále  se budu opt ve zvláštních kapitolách vnovat vícejazynosti 
frontendu a backendu aplikace. 
4.1 Implementace vícejazynosti obecn 
Nejprve musíme udlat základní kroky k tomu, aby program podporoval více jazyk. To zahrnuje:  
1. uložení jazyka do uživatelského profilu 
2. naítání profilu pi pihlašování, aplikování uživatelských nastavení 
3. uložení informace o aktuálním jazyku uživatele jak na klientovi, tak na serveru, zajištní 
komunikace mezi klientem a serverem tak, aby se promítly zmny v lokalizovaných 
textech pi výbru jiného jazyka 
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4.1.1 Uložení jazyka do uživatelského profilu 
V OKbase jsou uživatelské profily (alespo na databázové úrovni) navrženy a implementovány. 
K ukládání dat nám poslouží následující tabulky: 
S_UZIV_PROFIL – obsahuje parametry uživatelského profilu. Má sloupce: 
 primární klí – složený z následujících sloupc PARAM_KOD a S_UZIV_FXID 
 PARAM_KOD – cizí klí do tabulky S_C_PROFIL_PARAM 
 S_UZIV_FXID – cizí klí do tabulky S_UZIVATEL 
 PARAM_HODNOTA – hodnota parametru profilu (etzec) 
S_C_PROFIL_PARAM – abychom mohli uložit do tabulky S_UZIV_PROFIL njaký 
parametr, musíme ho nejdíve definovat v této tabulce. Tato tabulka má sloupce KOD (primární klí, 
id záznamu), S_PRGMODUL_FXID (id modulu, kterého se parametr uživatelského profilu týká) a 
PORADI (poadí, v jakém se parametr pípadn bude zobrazovat v editoru systémových tabulek). 
S_PRGMODUL_FXID je tedy cizím klíem do tabulky S_PROG_MODUL.  
Vícejazynost bude implementovat systémový modul OKbase, který má v tabulce 
S_PROG_MODUL id=1. Vložíme tedy nejdíve ádek do tabulky S_C_PROFIL_PARAM: 
 
insert into S_C_PROFIL_PARAM values ('1', 1, 'jazyk', 1); 
 
Výchozí nastavení uživatele bude vždy na eský jazyk. Proto se do tabulky S_UZIV_PROFIL 
záznam o eštin nemusí ukládat. Abychom mohli vícejazynost demonstrovat, zvolíme pro jednoho 
uživatele jiný jazyk následujícím zpsobem: 
 
insert into S_UZIV_PROFIL values (100804, '1', 'en_US'); 
 
Z tabulky S_UZIVATEL jsme vybrali uživatele s id=100804, zadali jsme id parametru jazyka a 
tento parametr jsme nastavili na hodnotu ‘en_US’, což je anglitina v prostedí spojených stát.  
 
4.1.2 Naítání parametru uživatelského profilu z databáze 
OKbase využívá technologii EJB, která (jak už název napovídá) používá ke tení dat z DB tzv. beany. 
Jsou to tídy servisní vrstvy (v OKbase uložené zpravidla v projektech obX_service), které 
poskytují metody, jež natou data z DB (pípadn je namapují na jiné objekty), uloží data do DB (z 
jiných objekt) a další funkce pracující s DB, které potebujeme. 
Tyto tídy mohou být bu	 „statefull“ nebo „stateless“, tedy stavové nebo bezestavové. Stavové 
beans krom poskytování metod vyšším vrstvám umožují také uchovat v sob njaký stav. Tyto 
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tídy se oznaují pomocí anotací „@Statefull“ nebo „@Stateless“. V OKbase používáme 
pouze bezestavové beans. 
Pro získání jazyka z DB tedy vytvoíme bezetavovou bean. Pro tu musíme napsat nejdíve 
rozhraní (interface), které pojmenujeme ObcLokalizaceManager. Následn vytvoíme bean, 
která toto rozhraní implementuje – ObcLokalizaceManagerBean.  
Tuto bean musíme umístit tak, abychom pidali co nejmén závislostí do projekt, z kterých je 
OKbase složena – do projektu obs_service (služby systémového modulu), balíku 
cz.oksystem.okbase.okbases.service.lokalizace. 
Rozhraní ObcLokalizaceManager obsahuje metodu setLokalizace(), která získá 
záznam o jazyku z databáze a zaídí nastavení a uchování tohoto údaje v pamti. Více tuto 
problematiku popíši v kapitole 4.1.4. 
4.1.3 Naítání parametru profilu pi pihlašování 
Pro natení parametru profilu pi pihlašování už staí jenom na správném míst zavolat metodu 
setLokalizace() rozhraní ObcLokalizaceManager. Tímto místem je metoda prihlas() 
ve tíd AutentizaceManagerBean (pro bohatého klienta) a metoda doPost() ve tíd 
LoginServlet (u webového klienta).  
4.1.4 Uložení informace o aktuálním jazyku v pamti 
Aktuální jazyk budeme nejspíše ukládat do pamti ve form njakého objektu. 
ešíme následující otázky: 
 co bude obsahovat 
 kam ho umístit, aby pibylo co nejmén závislostí mezi projekty 
 jak ho uložit v pamti tak, aby byl odevšad dostupný, ale aby nebyl statický – na 
serveru pece nemže být pouze jeden objekt informace o jazyku, když k nmu mže 
být zaráz pipojeno více klient. 
Pojmenujme tídu tohoto objektu ObcLokalizace. V této kapitole nás pedevším zajímá, že 
bude obsahovat informaci o nastaveném jazyku. Ta se v Jav ukládá pomocí tídy Locale. Staí 
tedy jednoduše vzít etzec získaný z databáze a pedat ho jako parametr konstruktoru objektu tídy 
Locale. Co bude ObcLokalizace dále obsahovat blíže popíši v kapitole 4.2 o implementaci 
vícejazynosti frontendu. 
Nejlepší umístní pro takový objekt bude takové, odkud bude „všude vidt“. Takové místo 
bude nepochybn projekt ob_lib, což je knihovna napsaná speciáln pro OKbase, která se využívá 
ve vtšin projekt OKbase, v kterých budeme vícejazynost potebovat. 
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Nejvtším problémem bude uložení ObcLokalizace v pamti. Zaneme tím, že uložíme 
objekt ObcLokalizace pro všechny vlákna (pro všechny pipojené klienty) aplikaního serveru 
pouze jeden. Vytvoíme jakýsi statický objekt. Java vytvoení statické tídy nepodporuje (vytvoení 
tídy, která by byla celá statická), umožuje ale ve tíd vytváet statické metody a promnné. 
Nicmén zpsobem, jak vytvoit tídu, která by byla „celá statická“ je návrhový vzor Singleton. 
Použití singletonu demonstruji následujícím píkladem pevzatým z Literatury [4]: 
public class ClassicSingleton { 
   private static ClassicSingleton instance = null; 
   protected ClassicSingleton() { 
      // Exists only to defeat instantiation. 
   } 
   public static ClassicSingleton getInstance() { 
      if(instance == null) { 
         instance = new ClassicSingleton(); 
      } 
      return instance; 
   } 
} 
Tída v sob obsahuje statickou instanci sama sebe. Obsahuje také privátní (nebo protected) 
konstruktor a veejnou metodu getInstance(). Ta vrátí instanci tídy, která je však statická, je 
tedy pro všechny volající (a jsou kdekoli), stejná. Pi prvním zavolání této metody se vytvoí 
instance, která existuje po celý bh programu.  
Vytvoíme tedy Singleton tídu ObcLokalizace. Nyní ovšem stojíme ped problémem, jak 
petvoit tídu ObcLokalizace tak, aby byla statická, ale pouze pro jednoho pipojeného klienta 
(mluvíme poád o objektu ObcLokalizace umístném na aplikaním serveru). 
Pi vytváení nové relace mezi klientem a serverem se používají vlákna – v Jav 
implementované tídou Thread. Zjednodušen eeno se pi pipojení dalšího klienta na serveru 
vytvoí další vlákno. Musíme tedy dotvoit tídu ObcLokalizace tak, aby byla „statická“, ale 
pitom lokální pro každé vlákno. K tomu nám poslouží Javovská tída ThreadLocal. Tato tída 
slouží práv k vytvoení promnné, která je lokální pouze pro jedinné vlákno. Pikládám opt ukázku 
použití – pedchozí píklad jsem doplnil na Singleton, který bude lokální pro každé vlákno: 
public class ClassicSingleton { 
   private static ThreadLocal<ClassicSingleton> instance =  
     new ThreadLocal<ClassicSingleton>(); 
   protected ClassicSingleton() { 
      // Exists only to defeat instantiation. 
   } 
   public static ClassicSingleton getInstance() { 
      if(instance.get() == null) { 
         instance.set(new ClassicSingleton()); 
      } 
      return instance.get(); 
   } 
} 
Pomrn snadným zpsobem jsme dospli k požadovanému výsledku. Privátní instance bude 
místo typu ClassicSingleton typu ThreadLocal<ClassicSingleton> (od Javy 5 jsou 
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podporovány generické typy, pi volání metod get() a set() se tedy nemusí petypovávat a 
výsledný kód vypadá velmi pehledn a elegantn). Na objekt tídy ThreadLocal potom mžeme 
volat metody get() a set() pro získání a nastavení lokální promnné pro naše vlákno. 
ThreadLocal rozpozná automaticky, o které vlákno se jedná.  
Podobn tedy aplikujeme tento poznatek na tídu ObcLokalizace. 
4.1.5 Komunikace mezi aplikaním serverem a klientem 
Po úspšném natení uživatelského nastavení jazyka a jeho uložení pomocí ObcLokalizace na 
serveru je poteba informaci poslat na klienta a uložit ji i tam.  
Vzhledem k tomu, že tída ObcLokalizace je Singleton, není vhodné jí pes sí posílat. Ze 
serveru na klienta bychom mli posílat jenom opravdu nezbytné informace. Nezbytnou informací 
není nic jiného, než informace o nastavení jazyka. Po pihlášení tedy pošleme z klienta na server 
instanci tídy Locale, která je nestatickým prvkem tídy ObcLokalizace.  
Posílání budeme realizovat pes VVA framework, na kterém je OKbase postavena. Pi stisknutí 
tlaítka OK pi pihlášení se vyvolá akce. Ta zavolá mimojiné metodu prihlas() 
z AutentizaceManagerBean, o které již byla e v kapitole 4.1.3. Hned po ní zavoláme metodu 
z VVA knihovny: 
this.posliAkci(new TransportAction(ObsLoginController 
  .getDefaultRootComponent().getFullName(), NameProperty.VALUE,  
  ObcLokalizace.getInstance().getLocale())); 
 
Toto volání se odehrává ve tíd ObsLoginController, což je tída na serveru, která tvoí 
obraz tídy ObsLoginPanel na klientovi. Do ObsLoginPanel musíme pidat listener, který 
bude registrovat poslaný objekt ze serveru. Provedeme to následujícím zpsobem: 
this.addReceiveProperty(NameProperty.VALUE,  
new AbstractReceiveProperty() { 
     public void receive(TransportAction transportAction) { 
       Object o = transportAction.getValue();         
       if(o instanceof Locale) { 
        Locale locale = (Locale) o; 
        ObcLokalizace.setLocale(locale); 
      } 
     } 
   }); 
Použijeme metodu addReceiveProperty(), kterou má každý panel na klientovi (je totiž 
pímým potomkem tídy ObcDataPanel. Jako parametr dáme této metod: 
 typ hodnoty, na který ekáme 
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 AbstractReceiveProperty, což je tída, která implemetuje reakci na pijatou 
událost 
V reakci na událost jednoduše použijeme metodu objektu ObcLokalizace a i na klientovi 
(opt pro jedno vlákno klienta, mže být tedy spuštných více klient na jednom stroji) nastavíme 
klientskou instanci ObcLokalizace na správnou hodnotu. 
4.2 Implementace vícejazynosti frontendu 
Jak bylo popsáno v návrhu, používáme standardní knihovny jazyka Java. Podporu vícejazynosti 
zabudujeme pímo do ObcLokalizace.  
ObcLokalizace bude obsahovat také zdrojová data (resources) pro lokalizaci. Tato 
zdrojová data se naítají z .properties soubor, pro každý modul OKbase je zvláštní zdrojový soubor a 
zvláštní zdrojová data. Pi zmn Locale se natou zdrojová data pro jiný jazyk. K takové zmn 
dochází jednak pi pihlášení uživatele (instance ObcLokalizace se vytváí nejdíve implicitn 
s Locale=’cs_CZ’, tedy eským, až potom se nastaví Locale na hodnotu danou v uživatelském 
profilu), a jednak pi zmn nastavení uživatele za bhu programu. 
ObcLokalizace potom obsahuje metodu getObXString(klí), která podle klíe vrátí 
požadovaný etzec (písmeno X nahradí písmeno píslušného modulu OKbase).  
Jako píklad použití uvádím fragment kódu z ObdCPreruseniModifikacePanel, což je 
kód pro dialogové okno, které pidává nové perušení do íselníku perušení (D_C_PRERUSENI): 
public class ObdCPreruseniModifikacePanel extends ObcDataPanel { 
 
  private static final long serialVersionUID = 1L; 




  private void jbInit() throws Exception { 
  // ...       
    vvaCheckBox_autoUkonceni 
      .setText(obcLokalizace.getObdString("ObdCPreruseniModifikacePanel.5"));  
    vvaCheckBox_autoOpakovani 
      .setText(obcLokalizace.getObdString("ObdCPreruseniModifikacePanel.6")); 
    
vvaCheckBox_nabizet.setText(obcLokalizace.getObdString("ObdCPreruseniModifikacePanel.7")); 
    vvaCheckBox_oriznout 
      .setText(obcLokalizace.getObdString("ObdCPreruseniModifikacePanel.8"));    
  // ...     
  } 




Podobnou úpravu musíme provést se všemi tídami, které obsahují etzce podléhající 
pekladu. To je pomrn „mravení“ práce. Vývojové prostedí Eclipse naštstí umožuje pepisování 
javovských tíd a generování .properties soubor ásten zautomatizovat. Nevýhoda této 
automatizace ale spoívá v tom, že klíe k etzcm jsou pomrn nesrozumitelné (nap. 
ObdCPreruseniModifikacePanel.5 nám toho moc o hodnot, která se pod ním skrývá, 
neekne). Další nevýhodou je, že generátor neumí rozpoznávat shodné etzce.  V properties souboru 
totiž musí být unikátní pouze klí, nikoli hodnota (etzec). V properties souboru se tedy mže 
vyskytovat neomezené množství shodných etzc s rznými klíi (nejvtší poet si lze nap. 
pedstavit u etzce „OK“, „Zrušit“ apod.).  
Tyto nevýhody ale nejsou tolik kritické, jak by se mohly zdát. Za prvé, klí nám uritou 
informaci o etzci poskytuje (alespo z jaké je tídy). A za druhé, textové properties soubory 
zaujímají velmi malý prostor na to, abychom museli ešit njaké optimalizace, nehled na to, že 
etzce jako „OK“ se sice v properties souboru mouhou vyskytnout dvacetkrát, ale je teba 
pihlédnout také k tomu, že „OK“ je dvacetkrát kratší než mnohé etzce, které se vyskytují 
v properties souboru pouze jednou.  
 
 
4.3 Implementace vícejazynosti backendu 
4.3.1 Zmna databázového schématu 
Nejdíve musíme zmnit databázové schéma, jak bylo popsáno v kapitole 3.3.3. Vytvoíme nejdíve 
tabulku S_C_JAZYK pro uložení jazyk: 
create table S_C_JAZYK ( 
  kod     CHAR(5) DEFAULT 'cs_CZ' NOT NULL, 
  jazyk   VARCHAR2(50) NOT NULL 
); 
alter table S_C_JAZYK  
  add ( constraint XPKS_C_JAZYK primary key (kod) ); 
Dále vytvoíme tabulku S_C_TABULKA_SLOUPEC, která bude uchovávat informaci o tom, 
které sloupce z kterých tabulek budou podléhat pekladu, a tabulku S_LOKALIZACE, která bude 
uchovávat pekládané výrazy: 
create table S_C_TABULKA_SLOUPEC ( 
  s_c_tabulka_sloupec_pxid  NUMBER(11) default 0 not null, 
  nazev_tabulky             VARCHAR(64) not null, 
  nazev_sloupce             VARCHAR(64) not null 
); 
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alter table S_C_TABULKA_SLOUPEC  
  add ( constraint XPKS_C_TABULKA_SLOUPEC primary key 
                                           (s_c_tabulka_sloupec_pxid) ); 
create table S_LOKALIZACE ( 
  jazyk_kod                 CHAR(5) not null, 
  s_c_tabulka_sloupec_fxid  NUMBER(11) not null, 
  zaznam_kod                NUMBER(11) not null,  
  text                      VARCHAR2(1024) 
); 
alter table S_LOKALIZACE 
  add (constraint XPKS_LOKALIZACE primary key  
(jazyk_kod, s_c_tabulka_sloupec_fxid, zaznam_kod) ); 
Nyní je poteba vytvoit vazby mezi tabulkami pomoci cizích klí: 
alter table S_LOKALIZACE 
  add ( constraint s_c_jazyk foreign key (jazyk_kod) references S_C_JAZYK, 
        constraint s_c_tabulka_sloupec foreign key  
              (s_c_tabulka_sloupec_fxid) references S_C_TABULKA_SLOUPEC ); 
 
4.3.2 Zmna naítání íselník z databáze 
Po té, co jsme si nachystali databázové tabulky, musíme do nich vložit inicializaní data. Napíklad 
pro tabulku D_C_PRERUSENI to bude: 
 
insert into S_C_TABULKA_SLOUPEC values ('1', 'D_C_PRERUSENI', 'TEXT'); 
insert into S_C_TABULKA_SLOUPEC values ('2', 'D_C_PRERUSENI', 'ALT_TEXT'); 
insert into S_C_JAZYK values ('en_US', 'English (United states)'); 
 
insert into S_LOKALIZACE values ('en_US', '1', '1', 'Arrival'); 
insert into S_LOKALIZACE values ('en_US', '2', '1', 'Work'); 
insert into S_LOKALIZACE values ('en_US', '1', '2', 'Arrival - doctor'); 
insert into S_LOKALIZACE values ('en_US', '2', '2', ‘Doctor'); 
insert into S_LOKALIZACE values ('en_US', '1', '7', 'Arrival - break'); 
insert into S_LOKALIZACE values ('en_US', '2', '7', 'Break'); 
insert into S_LOKALIZACE values ('en_US', '1', '51', 'Arrival - safety 
break'); 
insert into S_LOKALIZACE values ('en_US', '2', '51', 'Safety break'); 
insert into S_LOKALIZACE values ('en_US', '1', '3', 'Arrival on 
business'); 
insert into S_LOKALIZACE values ('en_US', '2', '3', 'Business journey'); 
-- ... 
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Dále je poteba zajistit, aby aplikace, zaregistruje-li dotaz na tabulku, která obsahuje 
vícejazyná data, nahradila vícejazyné sloupce správnou jazykovou mutací. Tyto úkoly zajistí 
následující algoritmus, který popisuje innost metody getLocalizedQuerry() z rozhraní 
ObcLokalizaceManager, která má jako vstupní parametry seznam objekt (jako výsledek 
dotazu do DB) a identifikátor typu objektu (tída Class): 
 Zjisti nastavení jazyka pihlášeného uživatele. 
 Pokud se jedná o eštinu, vra výsledek. Jinak pokrauj. 
 Nati z tabulky D_C_TABULKA_SLOUPEC záznamy pro tabulku. Její jméno získej 
z identifikátoru tídy (Class). 
 Iteruj pes záznamy, iteruj pes atributy tídy a testuj jejich identifikátory na vzájemnou 
rovnost. Pokud jsou si rovny, ulož jejich identifikátor do seznamu. 
 Nati z tabulky S_LOKALIZACE data potebná k lokalizaci. 
 Iteruj pes vstupní parametr výsledek a na základ výše získaných informací pepisuj 
odpovídající sloupce. 
 vra výsledek. 
Metoda getLocalizedQuery() se tedy zavolá vždy, když bude poteba zkontrolovat, zda 
není poteba data výsledku dotazu upravit. Typicky to bude pi tení tabulek íselník.  
Jako ukázku ešení vícejazynosti jsem si vybral formulá nového záznamu docházky (Obrázek 




V ComboBoxu a v seznamu vidíme vícejazyná data backendu z DB, ostatní vícejazyná data 





Systém OKbase má nyní pipravenou vícejazynou podporu. Tuto podporu nejvíce využijí manažei, 
vedoucí pracovníci a zamstnanci spoleností na našem trhu, kteí neovládají eský jazyk. Pomrn 
elegantním zpsobem se podailo systém OKbase zobecnit; etzce nejsou nyní uloženy pímo 
v kódu, ale ve zvláštních .properties souborech. Odpovídá to dnešním tendencím oddlovat kód 
(záležitost programátora) od zobrazení a dat (záležidost designéra a analytika).  
Za zmínku také stojí, že pi pidávání jazyka se nebude muset zasahovat do zdrojového kódu 
OKbase. Nebude se do nj dokonce muset zasahovat ani tehdy, chceme-li pidat sloupec tabulky 
podléhající pekladu. Tento fakt bude hrát významnou roli pi údržb OKbase. 
Podailo se vytvoit základní podporu vícejazynosti. Vývoj bude samozejm pokraovat dále. 
Dalším vylepšením by mohlo být vytvoení vícejazyného editoru systémových tabulek podléhajících 
pekladu. Uživatelé by pak mohli pi pidání záznamu do systémové tabulky pidávat také záznamy 
do tabulky S_LOKALIZACE a tím pomocí bohatého klienta doplovat peklady nových položek 
íselník.  
Dále je také vhodné zkoumat možnost uložení podpory vícejazynosti backendu ješt níže. 
V OKbase existuje tída OkbaseReverseEngineeringStrategy, která íká, jakým zpsobem 
se mají mapovat databázové tabulky na entity (Java tídy) a ádky tabulek na objekty. Ukládá, jak se 
mají atributy tíd jmenovat a jak se budou jmenovat jejich nastavovací metody (getters, setters). Ve 
tíd implementující rozhraní ReverseEngineeringStrategy (což je v OKbase práv 
OkbaseReverseEngineeringStrategy) je také možné navázat spojení s DB a pracovat s ní. 
Z toho plyne uritá možnost ovlivnit naítání íselník z DB.  
Cílem tohoto projektu nebylo OKbase peložit, ale vytvoit podporu pro cizí jazyky. Je proto 
poteba nyní zadat práci profesionálním pekladatelm, aby naplnili .properties soubory a 
inicializaní data v DB. Pro pekladatele je možné vytvoit jednoduchou aplikaci, která jim bude 
plnní .properties soubor a vytváení inicializaních dat usnadovat.  
Jak bylo zmínno v kapitole 3.2.5, vývojové prostedí Eclipse umožuje ásten 
utomatizované generování .properties soubor. Je také možné vyvinout vlastní plug-in do vývojového 
prostedí Eclipse, který by toto generování pln zautomatizoval, a který by vytváel identifikátory 




[1] Programová dokumentace sytému OKbase,  OKsystem s.r.o. 
[2] Spell, B.: Java Programujeme profesionáln. Computer Press, 2002, ISBN 80-7226-667-5 
[3] Zelenka, P.: Vícejazyné webové aplikace a relaní databáze, 2005, lánek: 
http://interval.cz/clanky/vicejazycne-webove-aplikace-a-relacni-databaze/  
[4] Geary, D.: Simply Singleton, 2003, lánek:  






Píloha 1. CD – zdrojový text tíd obsluhujících vícejazynost 
Píloha 2. CD – okbase.ear – spustitelná verze 
Píloha 3. CD – zkušební databáze, na kterou se lze napojit 
 
