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U vec´ini baza podataka za svaki podatak pohranjuje se samo njegova najnovija vrijednost.
Kod svake promjene vrijednost se azˇurira, a stara vrijednost se gubi. No ponekad nas
zanimaju prethodne, a mozˇda cˇak i buduc´e vrijednosti istog podatka. Temporalne baze
podataka su takve baze podataka koje ukljucˇuju posebnu podrsˇku za vremensku dimenziju
podataka. Drugim rijecˇima, to je sustav koji omoguc´uje posebne radnje poput pohranji-
vanja, pretrazˇivanja i azˇuriranja prethodnih i/ili buduc´ih vrijednosti podataka. Temporalne
baze dopusˇtaju postavljanje temporalnih upita gdje uvjeti pretrazˇivanja ovise o vremenu.
Danasˇnji sustavi za upravljanje bazom podataka pruzˇaju malu ili nikakvu podrsˇku za tem-
poralne podatke. Medutim, ta se situacija pocˇinje mijenjati iz sljedec´ih razloga:
1. Diskovi i drugi sekundarni mediji za pohranjivanje podataka postali su dovoljno jef-
tini tako da je cˇuvanje velike kolicˇine temporalnih podataka moguc´e.
2. Kao posljedica 1., postojanje uskladisˇtenih podataka je u porastu.
3. Korisnici skladisˇta podataka nailaze na probleme s temporalnim podacima i trazˇe
rjesˇenja za te probleme.
4. Kako bi se rijesˇili neki od tih problema, odredene temporalne znacˇajke ukljucˇene su
u zadnju verziju standarda za SQL 2011. godine.
5. Kao posljedica 4., proizvodacˇi konvencionalnih sustava za upravljanje bazom poda-
taka pocˇinju dodavati podrsˇku za temporalne podatke u svoje proizvode.
U nastavku se navode primjeri scenarija gdje je potrebno postojanje podrsˇke za temporalne
podatke. Primjeri su preuzeti iz [4]:
1. Interna revizija zahtijeva da financijska institucija prikazˇe promjene na klijentovom
racˇunu u zadnjih pet godina.
2. Zakon propisuje da bolnica ponovno ocijeni klinicˇko stanje pacijenta prije nego sˇto
se zapocˇne novi tretman lijecˇenja.




4. Klijent osporava odluku osiguravajuc´e agencije o prometnoj nesrec´i. Agencija mora
utvrditi uvjete osiguranja koji su vrijedili u trenutku kada se nesrec´a dogodila.
5. Putnicˇka agencija zˇeli otkriti nekonzistentnosti u planu puta. Na primjer, ako netko
rezervira smjesˇtaj u hotelu u Rimu na sedam dana te automobil u Madridu na tri dana
od tih sedam, putnicˇka agencija treba ponovno ispitati tu situaciju.
Temporalne baze podataka postaju predmet istrazˇivanja oko 1980. godine. Vec´ina tih
pristupa pokazala se neucˇinkovitima, postoje logicˇke nekonzistentnosti ili su nezadovo-
ljavajuc´a iz nekog drugog razloga. Nije jednostavno upravljati vremenom u danasˇnjim
relacijskim bazama, no to je pristup koji najvisˇe obec´ava. Zato se predstavlja u nastavku
radu. Rad sadrzˇajno slijedi koncepte za upravljanje temporalnim podacima koji su izlozˇeni
u [1]. Relacijski model zahtijeva da se baza podataka sastoji od skupa pravokutnih tablica
– relacija. Svaka relacija ima svoje ime po kojem je razlikujemo od ostalih u istoj bazi. Je-
dan stupac relacije obicˇno sadrzˇi vrijednost jednog atributa. Nadalje, predstavljamo bazu
podataka o dobavljacˇima i posˇiljkama koja je temelj za sve primjere u radu. Primjeri su
vec´inom preuzeti iz [1]. Formalne definicije primjera zapisane su u jeziku Tutorial D. Tuto-
rial D je jezik za postavljanje upita u relacijskim bazama podataka zasnovan na relacijskoj
algebri. Ne rabi se izravno u praksi, no vazˇan je za teoriju.
S
SNO SNAME STATUS CITY
S1 Smith 20 London
S2 Jones 10 Pariz
S3 Blake 30 Pariz
S4 Clark 20 London















Slika 0.1: Baza podataka o dobavljacˇima i posˇiljkama
SADRZˇAJ 3
Zamislimo situaciju koja odgovara stanju baze podataka o dobavljacˇima i posˇiljkama. Neka
je poslodavac tvrtka koja se bavi izradom i dostavom poslovnih darova. Tvrtka ima neko-
liko svojih podruzˇnica diljem svijeta. Kako bi bolje ogranizirala poslovanje, tvrtka vodi
evidenciju o svojim zaposlenicima i njihovim zaduzˇenjima. Neki zaposlenici sklapaju ugo-
vor o radu na neodredeno, a drugi na odredeno vrijeme. Svakom zaposleniku dodjeljuje
se jedinstveni broj koji ga razlikuje od drugih. Posao se sastoji od izrade poslovnih da-
rova i/ili dostave tih posˇiljaka klijentima. Odreden je broj darova koje svaki zaposlenik
mora izraditi. Zaposlenik nije u moguc´nosti dostavljati posˇiljke ako je zauzet radom u
podruzˇnici. Neki zaposlenici mogu biti premjesˇteni u druge podruzˇnice radi povec´anja
obujma posla. Svaka posˇiljka jedinstveno je odredena brojem klijenta i brojem zaposle-
nika koji je zaduzˇen za njezinu dostavu. Obicˇno je dogovoreno vrijeme kada c´e se posˇiljke
dostavljati. U nastavku se svi zaposlenici nazivaju dobavljacˇima.
Relacija S predstavlja dobavljacˇe s ugovorom. Svaki dobavljacˇ ima jedinstvenu oznaku
SNO, ime SNAME, brojcˇanu vrijednost STATUS i lokaciju CITY. Atribut SNO cˇini pri-
marni kljucˇ. Relacija SP predstavlja potencijalne posˇiljke dobavljacˇa s oznakom SNO
klijentima s oznakom PNO. Kombinacija atributa SNO i PNO jedinstveno odreduje poten-
cijalnu posˇiljku. Slijedi zapis primjera u jeziku Tutorial D i kratko objasˇnjenje zapisa:
TYPE SNO . . . ;
TYPE PNO . . . ;
VAR S BASE RELATION
{ SNO SNO, SNAME NAME, STATUS INTEGER, CITY CHAR }
KEY { SNO } ;
VAR SP BASE
RELATION { SNO SNO, PNO PNO }
KEY { SNO, PNO }
FOREIGN KEY { SNO } REFERENCES S ;
Tipovi SNO, PNO i NAME su korisnicˇki definirani tipovi. Kljucˇna rijecˇ VAR oznacˇava va-
rijablu, a BASE definira vrstu varijable. Rijecˇ RELATION oznacˇava relacijski tip varijable.
Dalje se definiraju pripadni atributi. KEY oznacˇava kljucˇ za relacijsku varijablu, a klauzu-
lom FOREIGN KEY . . . REFERENCES predstavlja se strani kljucˇ u doticˇnoj relaciji i ime
relacije u kojoj taj atribut predstavlja kljucˇ.
Poglavlje 1
Osnovni koncepti temporalnih baza
podataka
1.1 Vrijeme u bazama podataka
Temporalne baze podataka
Temporalne baze podataka mogu se zamisliti kao baze podataka koje sadrzˇe povijesne
podatke umjesto trenutnih podataka ili kao dodatak trenutnim podacima. Takve baze po-
dataka istrazˇuju se od 1980. godine. Neka od tih istrazˇivanja temelje se na ekstremnom
pristupu da se podaci koji su jednom pohranjeni u takvu bazu podataka nikada ne bi trebali
mijenjati ili brisati. S druge strane, konvencionalne baze podatake temelje se na drugom
pristupu: podaci se mijenjaju ili brisˇu cˇim prestanu vrijediti. Te baze podataka su ekspli-
citno netemporalne, odnosno sadrzˇe samo podatke koji trenutacˇno vrijede. Netemporalne
baze podataka u literaturi se ponekad nazivaju snapshot baze podataka jer podatke prika-
zuju u odredenom trenutku. Medutim, taj je naziv primjenjiv i na druge baze podataka,
temporalne i sl.
Takoder, baza podataka o dobavljacˇima i posˇiljkama iz uvodnog poglavlja je netemporalna
u tom smislu. Na primjer, Slika 0.1 prikazuje da je status dobavljacˇa S5 jednak 30. Tem-
poralna verzija te baze mogla bi prikazivati da je trenutacˇni status dobavljacˇa S1 jednak
30, ali i da je jednak 30 od 1. srpnja 2015. te da je mozˇda iznosio 25 od 1. travnja do 30.
lipnja 2015. godine itd.
Nacˇin na koji se administriraju i koriste podaci u temporalnim bazama podataka razlikuje
se od nacˇina na koji se administriraju i koriste u netemporalnim bazama. Prepoznatljiva
znacˇajka temporalnih baza podataka je vrijeme. Tijekom istrazˇivanja temporalnih baza
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mnogo se raspravljalo o samoj prirodi vremena. Slijede neka pitanja koja su se razmatrala:
1. Ima li vrijeme pocˇetak i kraj?
2. Je li vrijeme kontinuum ili se sastoji od diskretnih jedinica?
3. Kako najbolje opisati koncept sada?
Koncept sada u literaturi je poznat pod nazivom the moving point now. U nastavku se
koriste samo razumne pretpostavke o vremenu. Pretpostavlja se da vrijeme ima pocˇetak i
kraj. Vrijeme je konacˇan niz diskretnih tocˇaka. Pocˇetna tocˇka nema prethodnika, a zavrsˇna
tocˇka nema sljedbenika.
Tvrdnje s vremenskim zˇigom
Relacija S mozˇe se opisati sljedec´im iskazom ili predikatom: Dobavljacˇ SNO je pod ugo-
vorom, zove se SNAME, ima status STATUS i nalazi se u gradu CITY.
Svaki redak u S predstavlja odredenu tvrdnju ili propoziciju. Na primjer:
1. Dobavljacˇ S1 je pod ugovorom, zove se Smith, ima status 20 i nalazi se u gradu
Londonu.
2. Dobavljacˇ S2 je pod ugovorom, zove se Jones, ima status 10 i nalazi se u gradu
Parizu.
Na analogan nacˇin definiraju se iskaz i tvrdnje za relaciju SP.
Ako podatke zamislimo kao kodirane reprezentacije tvrdnji, tada temporalne podatke
mozˇemo opisati kao kodirane reprezentacije tvrdnji s vremenskim zˇigom, tj. tvrdnji koje
imaju neku vremensku oznaku. Dakle, temporalne baze podataka su baze podataka cˇiji
podaci su temporalni, no ne i iskljucˇivo temporalni.
Promotrimo sljedec´e tvrdnje:
1. Dobavljacˇ S1 je sklopio ugovor 1. srpnja 2015. godine.
2. Dobavljacˇ S1 ima ugovor od 1. srpnja 2015. godine.
3. Dobavljacˇ S1 je sklopio ugovor koji vrijedi od 1. srpnja 2015. do danas.
Svaka od prethodnih tvrdnji predstavlja moguc´u interpretaciju nekog retka r u nekoj re-
laciji. Redak r ima dva atributa, SNO i FROM, cˇije su vrijednosti broj dobavljacˇa S1 i
vremenski zˇig 1. srpnja 2015.
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SNO FROM
S1 1. srpnja 2015.
Uocˇimo da prva tvrdnja izrazˇava vrijeme kada se nesˇto dogodilo, dok druga i trec´a tvrdnja
izrazˇavaju vremensko razdoblje tijekom kojeg je neko stanje postojano. Konvencionalne
tehnologije mogu vrlo uspjesˇno upravljati nekim vremenskim trenutkom, ali gotovo uopc´e
ne mogu manipulirati nekim vremenskim periodom. Zakljucˇujemo da iz perspektive tem-
poralnih podataka prva tvrdnja nije zanimljiva. Ocˇito je da su druga i trec´a tvrdnja logicˇki
ekvivalentne, no njihov oblik se znacˇajno razlikuje. Pripadni predikati su:
1. Dobavljacˇ Sx ima ugovor od datuma d.
2. Dobavljacˇ Sx je sklopio ugovor koji vrijedi od datuma b do datuma e.
Trec´a tvrdnja eksplicitno odreduje vremenski period koji ima pocˇetnu i zavrsˇnu tocˇku, a
druga tvrdnja odreduje samo pocˇetni vremenski trenutak. Kao posljedica, oblik druge tvrd-
nje ne mozˇe se koristiti za povijesne zapise, dok se oblik trec´e tvrdnje mozˇe iskoristiti ako
se danas zamijeni nekim odredenim datumom, npr. 1. srpnja 2016. Iz navedenoga za-
kljucˇujemo da je koncept od – do ili tijekom vrlo bitan za povijesne zapise. Temporalne
baze podataka mogu sadrzˇavati i informacije o buduc´nosti. Na primjer, zˇelimo dokumen-
tirati da c´e dobavljacˇ S1 biti pod ugovorom od datuma b do datuma e. U nastavku se
podrazumijeva da izrazi temporalni i povijesni ukljucˇuju i buduc´nost u tom smislu.
Stvarno i transakcijsko vrijeme
Podaci se mogu mijenjati u netemporalnim bazama podataka. No ako se povijesni podaci
mogu mijenjati, suocˇavamo se s moguc´nosˇc´u da se i povijest mozˇe mijenjati. Bitno je na-
glasiti da baze podataka ne sadrzˇe podatke o stvarnom svijetu, nego nasˇe znanje o njemu.
Sukladno tomu zakljucˇujemo da se prosˇlost ne mozˇe promijeniti, ali nasˇa saznanja o njoj –
mogu. U kontekstu baza podataka govorimo o azˇuriranju povijesti, no zapravo mislimo na
azˇuriranje nasˇih saznanja o povijesti. Kako bi se naglasila ta razlika, u literaturi se koriste
termini stvarno vrijeme i transakcijsko vrijeme.
Promotrimo primjer u nastavku. Neka je p propozicija: Dobavljacˇ S1 je sklopio ugovor.
Pretpostavimo da ugovor vrijedi od 1. svibnja 2015. do 30. travnja 2016. godine. Tada je
odgovarajuc´i redak r u nekoj bazi podataka jednak:
SNO FROM TO
S1 1. svibnja 2015. 30. travnja 2016.
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Uocˇimo da redak r ne odgovara propoziciji p, vec´ njenom prosˇirenju vremenskim zˇigom:
Dobavljacˇ S1 je sklopio ugovor – to je p – koji vrijedi od 1. svibnja 2015. do 30. travnja
2016. godine. Stvarno vrijeme za propoziciju p je vremenski zˇig, tj. razdoblje od 1. svibnja
2015. do 30. travnja 2016. godine. Opc´enito, stvarno vrijeme za danu propoziciju sastoji
se od skupa vremenskih intervala. Pretpostavimo sada da smo saznali da je dobavljacˇ S1
sklopio ugovor 1. travnja, a ne 1. svibnja 2015. Redak r u bazi podataka potrebno je
zamijeniti sljedec´im:
SNO FROM TO
S1 1. travnja 2015. 30. travnja 2016.
Ta promjena nema utjecaja na propoziciju p, jedino se mijenja pripadni vremenski zˇig.
Stvarno vrijeme za propoziciju p sada je interval od 1. travnja 2015. do 30. travnja 2016.
godine. Upravo su azˇurirana nasˇa saznanja o povijesti, no to ne mijenja cˇinjenicu da je
baza podataka prethodno prikazivala da je dobavljacˇ S1 sklopio ugovor 1. svibnja. Na
kraju, pretpostavimo da se dogodila pogresˇka te da dobavljacˇ S1 nikada nije sklopio ugo-
vor. Potrebno je obrisati redak r iz baze podataka. Stvarno vrijeme za propoziciju p sada
je prazan skup vremenskih intervala.
Rad korisnika s bazom podataka u pravilu se svodi na pokretanje tzv. transakcija. Iz
korisnicˇke perspektive jedna transakcija predstavlja jednu nedjeljivu cjelinu, no ona se
obicˇno realizira kao niz od nekoliko elementarnih zahvata u samoj bazi. Osnovno svoj-
stvo transakcije je da prevodi bazu podataka iz jednog konzistentnog stanja u drugo. Ako
pretpostavimo da je originalni redak r u bazu podataka dodan u vremenu t1, zamijenjen u
vremenu t2 i obrisan u vremenu t3, tada se interval od t1 do t2 naziva transakcijsko vrijeme
za prosˇirenje od p sa stvarnim vremenom od 1. svibnja 2015. do 30. travnja 2016. godine.
Interval od t2 do t3 je transakcijsko vrijeme za prosˇirenje od p sa stvarnim vremenom od
1. travnja 2015. do 30. travnja 2016. godine. Opc´enito, transakcijska vremena mogu biti
skupovi takvih intervala.
Potrebno je istaknuti cˇinjenicu da se stvarno vrijeme mozˇe azˇurirati, no transakcijsko vri-
jeme ne mozˇe. Stvarno vrijeme reflektira nasˇe znanje o povijesti. S druge strane, tran-
sakcijsko vrijeme predstavlja povijest. Kasnije u radu ponovno c´emo se osvrnuti na ove
koncepte.
1.2 Temporalne znacˇajke u netemporalnoj bazi podataka
Pretpostavimo da vrijedi sljedec´e:
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1. Dobavljacˇ ne mozˇe raskinuti ugovor jedan dan i sklopiti novi ugovor odmah drugi
dan.
2. Dobavljacˇ ne mozˇe imati dva razlicˇita ugovora u isto vrijeme.
3. Dobavljacˇ mozˇe imati ugovor koji vrijedi do daljnjega, odnosno zavrsˇetak ugovora
trenutacˇno nije poznat.
Baza podataka o dobavljacˇima i posˇiljkama je netemporalna, odnosno sadrzˇi samo podatke
koji trenutacˇno vrijede. Ilustrirat c´emo neke od problema koji se pojavljuju kada netempo-
ralnim bazama podataka pokusˇamo dodati neke temporalne znacˇajke. Promatramo pojed-






















Slika 1.1: Pojednostavljeni prikaz baze podataka o dobavljacˇima i posˇiljkama
Pojednostavili smo relaciju S, a relacija SP je ostala nepromijenjena. Sada se S mozˇe
opisati predikatom: Dobavljacˇ SNO je pod ugovorom. Dalje proucˇavamo primjere upita
i ogranicˇenja na bazu podataka s prethodne slike koju c´emo prosˇiriti nekim temporalnim
znacˇajkama. Promjene koje se odnose na bazu podataka vidljive su na Slikama 1.2 i 1.3.
Ogranicˇenja se odnose na uvjete koje korektni i konzistentni podaci u bazi podataka moraju
zadovoljavati, a upiti c´e biti analogoni upita u nastavku:
• Upit A: Pronadi brojeve dobavljacˇa koji trenutacˇno imaju ugovor s barem jednim
klijentom.
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Zapis u jeziku Tutorial D: SP { SNO }.
• Upit B: Pronadi brojeve dobavljacˇa koji trenutacˇno nemaju ugovor s nekim klijen-
tom.
Zapis u jeziku Tutorial D: S { SNO }MINUS SP { SNO }.
Uocˇimo da Upit A sadrzˇi jednostavnu projekciju, a Upit B razliku takvih projekcija.






















Slika 1.2: Pojednostavljeni prikaz baze podataka o dobavljacˇima i posˇiljkama –
polutemporalna verzija
Modificirali smo bazu podataka sa Slike 1.1 tako da smo relacijama S i SP dodali atribut
SINCE te ih preimenovali u S SINCE i SP SINCE (Slika 1.2). Atribut SINCE predstavlja
vremensku oznaku, a simboli oblika d01, d02 itd., oznacˇavaju dan 1, dan 2 itd. Pritom,
prepostavljamo da dan 1 neposredno prethodi danu 2, dan 2 neposredno prethodi danu
3 itd. Predikat za relaciju S SINCE glasi: Dobavljacˇ SNO je pod ugovorom od dana
SINCE. Relacija SP SINCE mozˇe se opisati predikatom: Dobavljacˇ SNO ima moguc´nost
dostavljanja posˇiljaka klijentu PNO od dana SINCE. Kljucˇevi i strani kljucˇ jednaki su
onima u originalnoj netemporalnoj bazi podataka sa Slike 1.1. Dakle, definicije relacija u
jeziku Tutorial D mogle bi izgledati ovako:
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VAR S SINCE BASE
RELATION { SNO SNO, SINCE DATE }
KEY { SNO } ;
VAR SP SINCE BASE
RELATION { SNO SNO, PNO PNO, SINCE DATE }
KEY { SNO, PNO }
FOREIGN KEY { SNO } REFERENCES S ;
Medutim, navedene definicije nisu dovoljne same po sebi za cˇuvanje integriteta baze poda-
taka sa Slike 1.2. U [2] je opisano: Cˇuvati integritet baze podataka znacˇi cˇuvati korektnost
i konzistentnost podataka. Korektnost znacˇi da svaki pojedini podatak ima ispravnu vri-
jednost, a konzistentnost da su razlicˇiti podaci medusobno uskladeni. Dakle, zahvaljujuc´i
klauzuli FOREIGN KEY . . . REFERENCES uvedeno je ogranicˇenje za cˇuvanje integriteta
stranog kljucˇa, no potrebno je uvesti i dodatno ogranicˇenje koje c´e osigurati da dobav-
ljacˇ ne mozˇe dostavljati posˇiljke klijentu prije nego sˇto je sklopio pripadni ugovor. Slijedi
formulacija ogranicˇenja u jeziku Tutorial D:
CONSTRAINT XST1
IS EMPTY ( ( ( SP SINCE RENAME { SINCE AS SPS } ) JOIN
( S SINCE RENAME { SINCE AS SS } ) ) WHERE SPS <SS ) ;
Navedena formulacija opisuje sljedec´e: Ako se redak sp u SP SINCE referira na redak s
u S SINCE, tada vrijednost od SINCE u sp ne smije biti manja od one u s. Zakljucˇujemo
da polutemporalne baze podataka poput one sa Slike 1.2 zahtijevaju uvodenje mnogo
ogranicˇenja koja su nerijetko prilicˇno glomazna. Iz tog razloga ubrzo c´e nam zatrebati
prikladne pokrate.
Sada promatramo polutemporalne analogone Upita A i B:
• Upit C: Pronadi brojeve dobavljacˇa koji trenutacˇno imaju ugovor s barem jednim
klijentom i datume od kada su u moguc´nosti dostavljati posˇiljke.
• Upit D: Pronadi brojeve dobavljacˇa koji trenutacˇno nemaju ugovor s nekim klijen-
tom i datume od kada visˇe nisu u moguc´nosti dostavljati posˇiljke.
Ako dobavljacˇ Sx trenutacˇno ima moguc´nost dostavljati posˇiljke svim klijentima, tada ocˇito
Sx ima ugovor s barem jednim klijentom od najranijeg SINCE datuma za tog dobavljacˇa u
relaciji SP SINCE. Na primjer, ako je Sx S1, tada je najraniji SINCE datum jednak d04.
Slijedi zapis Upita C u jeziku Tutorial D:
EXTEND SP SINCE { SNO } : { SINCE B MIN ( !!SP SINCE, SINCE ) }.
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U nasˇim podacima samo je jedan dobavljacˇ, dobavljacˇ S5, koji trenutacˇno nije u moguc´nosti
dostavljati posˇiljke nekom klijentu, no ne mozˇemo otkriti datum od kada to visˇe nije u
moguc´nosti jer podaci u bazi podataka ne sadrzˇe dovoljno informacija. Baza podataka
je samo polutemporalna. Na primjer, pretpostavimo da je trenutacˇno dan 10. Mozˇda je
dobavljacˇ S5 bio u moguc´nosti dostavljati posˇiljke od dana 2, kada je sklopio pripadni
ugovor, do dana 9, ili nikada nije bio u moguc´nosti dostavljati posˇiljke klijentima. Kako
bismo mogli odgovoriti na Upit D, potrebno je promijeniti bazu podataka tako da pokazuje
koji dobavljacˇ je kada (od – do) bio u moguc´nosti dostavljati posˇiljke klijentima. Ovim
pitanjem bavimo se u nastavku.
Temporalna verzija pocˇetnog primjera
Slika 1.3 prikazuje temporalnu verziju baze podataka o dobavljacˇima i posˇiljkama. Atri-
but SINCE je postao atribut FROM te je svaka relacija prosˇirena dodatnom vremenskom
oznakom – atributom TO. Sukladno tomu relacije su preimenovane u S FROM TO i
SP FROM TO. Atributi FROM i TO zajedno predstavljaju vremenski interval tijekom
kojeg je neka propozicija istinita. U pocˇetnim razmatranjima pretpostavili smo da je vri-
jeme u bazama podataka konacˇno, zato smo kao zavrsˇnu tocˇku uzeli dan 10. Medutim, ta
pretpostavka poticˇe nas da se zapitamo kojim mehanizmom c´e se d10 zamijeniti s d11 u
ponoc´ na dan 10. Ovim problemom detaljnije c´emo se baviti kasnije u radu. Buduc´i da
sada pamtimo i povijesne zapise, u bazi podataka sa Slike 1.3 visˇe je redaka nego u nje-
nim prethodnicama. Ova temporalna verzija baze ukljucˇuje sve podatke iz polutemporalne
verzije sa Slike 1.2, osim sˇto smo za dvije posˇiljke dobavljacˇa S4 za vrijednost atributa
TO stavili datume koji prethode danu 10. Te dvije posˇiljke pretvorili smo iz trenutne u
povijesnu informaciju. Takoder, ova baza podataka ukljucˇuje i povijesnu informaciju koja
se ticˇe ranijeg vremenskog intervala, od d02 do d04, tijekom kojeg je dobavljacˇ S2 pod
ugovorom i u moguc´nosti dostavljati posˇiljke.
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Predikat za relaciju S FROM TO glasi: Dobavljacˇ SNO je pod ugovorom tijekom perioda
od dana FROM do dana TO. Predikat za relaciju SP FROM TO je: Dobavljacˇ SNO ima











SNO PNO FROM TO
S1 P1 d04 d10
S1 P2 d05 d10
S1 P3 d09 d10
S1 P4 d05 d10
S1 P5 d04 d10
S1 P6 d06 d10
S2 P1 d02 d04
S2 P1 d08 d10
S2 P2 d03 d03
S2 P2 d09 d10
S3 P2 d08 d10
S4 P2 d06 d09
S4 P4 d04 d08
S4 P5 d05 d10
Slika 1.3: Pojednostavljeni prikaz baze podataka o dobavljacˇima i posˇiljkama –
temporalna verzija s atributima FROM i TO
Dalje razmatramo ogranicˇenja kojima se cˇuva integritet promatrane baze podataka. Prvo
sˇto moramo osigurati je da je vrijednost atributa TO vec´a od pripadne vrijednosti atributa
FROM:
CONSTRAINT S FROM TO OK IS EMPTY
( S FROM TO WHERE TO < FROM ) ;
CONSTRAINT SP FROM TO OK IS EMPTY
( SP FROM TO WHERE TO < FROM ) ;
Uocˇimo da je atribut FROM ukljucˇen u primarni kljucˇ za obje relacije sa Slike 1.3. Jednako
tako mogli smo ukljucˇiti atribut TO umjesto atributa FROM. Zato relacije S FROM TO
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i SP FROM TO obje imaju dva kljucˇa i ne postoji ocˇiti razlog zbog kojeg bismo jednog
od njih odabrali kao primarni, no radi jednostavnosti odlucˇujemo se za prvu varijantu s
atributom FROM. Slijede definicije relacija:
VAR S FROM TO BASE
RELATION { SNO SNO, FROM DATE, TO DATE }
KEY { SNO, FROM }
KEY { SNO, TO } ;
VAR SP FROM TO BASE
RELATION { SNO SNO, PNO PNO, FROM DATE, TO DATE }
KEY { SNO, PNO, FROM }
KEY { SNO, PNO, TO } ;
Dosadasˇnja dva ogranicˇenja FROM TO OK i cˇetiri ogranicˇenja koja se odnose na kljucˇeve
nisu dovoljna da obuhvate sve sˇto zˇelimo. Promotrimo zato relaciju S FROM TO. Ako
u relaciji za dobavljacˇa Sx postoji redak gdje je vrijednost atributa FROM f, a vrijednost
atributa TO t, tada u istoj relaciji za dobavljacˇa Sx ne smije postojati redak koji pokazuje
da je Sx sklopio ugovor na dan koji neposredno prethodi f ili na dan koji je neposredni
sljedbenik od t. Na primjer, za dobavljacˇa S1 u relaciji S FROM TO postoji samo jedan
redak (s vrijednostima f = d04 i t = d10):
SNO FROM TO
S1 d04 d10
Cˇinjenica da je { SNO, FROM } kljucˇ za relaciju S FROM TO nedovoljna je da sprijecˇi
pojavu dodatnih redaka za dobavljacˇa S1 gdje se interval from – to preklapa s nekim pos-
tojec´im u bazi. Slijedi ilustracija takvog retka s vrijednostima f = d02 i t = d06:
SNO FROM TO
S1 d02 d06
Ta dva retka zˇelimo sazˇeti u jedan s vrijednostima f = d02 i t = d10:
SNO FROM TO
S1 d02 d10
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Vidimo da je ideja sazˇimanja redaka vrlo bitna, inacˇe bismo imali situaciju u kojoj dvaput
opisujemo isto: Dobavljacˇ S1 je pod ugovorom na dan 4, 5 i 6. Takoder, zˇelimo izbjec´i
pojavu redaka u kojima se interval from – to naslanja na neki postojec´i u bazi. Na primjer,
to je redak s vrijednostima f = d02 i t = d03:
SNO FROM TO
S1 d02 d03
Ocˇito zˇelimo da se i ta dva retka sazˇmu u jedan. Rezultat sazˇimanja isti je kao i prije:
SNO FROM TO
S1 d02 d10
Dakle, potrebno nam je ogranicˇenje koje osigurava da su intervali FROM – TO za dobav-
ljacˇa Sx medusobno disjunktni:
CONSTRAINT XFT1 IS EMPTY (
( ( S FROM TO RENAME { FROM AS F1, TO AS T1 } ) JOIN
( S FROM TO RENAME { FROM AS F2, TO AS T2 } ) )
WHERE (T1 ≥ F2 AND T2 ≥ F1) OR (F2 = T1+1 OR F1 = T2+1) ) ;
Vidimo da je ogranicˇenje prilicˇno slozˇeno, no ono dobro ilustrira slozˇenost ogranicˇenja
koja se pojavljuju u temporalnim bazama podataka poput one sa Slike 1.3. Ne smijemo
zanemariti ni cˇinjenicu da smo upotrijebili izraz T1+1 kako bismo oznacˇili neposrednog
sljedbenika od T1. Naime, sˇto c´e se dogoditi ako T1 oznacˇava kraj vremena? U poglav-
ljima koja slijede visˇe se bavimo ovim problemom.
Takoder, primijetimo da { SNO, FROM } nije strani kljucˇ u relaciji SP FROM TO. Moguc´e
je da kombinacije atributa SNO i FROM koje se pojavljuju u relaciji SP FROM TO nisu
u S FROM TO. S druge strane, mora se osigurati da je skup dobavljacˇa u SP FROM TO
podskup skupa dobavljacˇa u S FROM TO:
CONSTRAINT XFT2 SP FROM TO { SNO } ⊆ S FROM TO { SNO } ;
Ovo ogranicˇenje mozˇemo shvatiti kao generalizaciju ogranicˇenja koje se odnosi na strane
kljucˇeve u relaciji. Medutim, josˇ uvijek nismo osigurali da ako relacija SP FROM TO
prikazuje da je dobavljacˇ u moguc´nosti dostavljati posˇiljke tijekom nekog intervala, tada i
relacija S FROM TO mora prikazivati da je taj isti dobavljacˇ pod ugovorom tijekom tog
istog razdoblja. Slijedi formulacija ogranicˇenja:
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CONSTRAINT XFT3
COUNT ( SP FROM TO { SNO, FROM, TO } ) = COUNT (
( (SP FROM TO RENAME { FROM AS SPF, TO AS SPT }) {SNO, SPF, SPT}
JOIN (S FROM TO RENAME { FROM AS SF, TO AS ST }) )
WHERE SF ≤ SPF AND ST ≥ SPT ) ;
Uocˇimo da su sva ogranicˇenja, koja smo prethodno razmatrali, ukljucˇena u zadnje. Ono
intuitivno iskazuje da ako u relaciji SP FROM TO postoji redak koji pokazuje da je do-
bavljacˇ Sx u moguc´nosti dostavljati posˇiljke nekom klijentu od dana spf do dana spt, tada
relacija S FROM TO mora sadrzˇavati tocˇno jedan redak koji pokazuje da je dobavljacˇ Sx
pod ugovorom tijekom tog razdoblja. Opet zakljucˇujemo da su ogranicˇenja za cˇuvanje in-
tegriteta temporalne baze podataka poput one sa Slike 1.3 iznimno slozˇena.
Okrenimo se sada temporalnim analogonima Upita A i B:
• Upit E: Pronadi trojke (SNO, FROM, TO) za dobavljacˇe koji su u moguc´nosti tre-
nutacˇno dostavljati posˇiljke barem jednom klijentu te gdje vrijednosti FROM i TO
oznacˇavaju najvec´e vremensko razdoblje (ili maksimalni interval) tijekom kojeg je
dobavljacˇ SNO u moguc´nosti dostavljati posˇiljke.
• Upit F: Pronadi trojke (SNO, FROM, TO) za dobavljacˇe koji trenutacˇno nisu u
moguc´nosti dostavljati posˇiljke nekom klijentu tijekom nekog razdoblja i gdje vrijed-
nosti FROM i TO oznacˇavaju najvec´e vremensko razdoblje (ili maksimalni interval)
tijekom kojeg dobavljacˇ SNO nije bio u moguc´nosti dostavljati posˇiljke.
Ovi upiti mogu se izraziti u jeziku Tutorial D, no taj je zadatak jako tezˇak. Josˇ jednom
moramo primijetiti kako bi postojanje odgovarajuc´ih pokrata za relacijske operacije bitno
olaksˇalo taj posao. Kasnije u radu opisat c´emo neke od njih.
Dakle, osnovni problem s temporalnim podacima je taj sˇto brzo vode do ogranicˇenja i
upita koji su nerazumljivi i pretjerani, osim ako sustav za upravljanje bazom podataka
pruzˇa odgovarajuc´u podrsˇku. Nazˇalost, to dostupni sustavi obicˇno ne cˇine.
1.3 Vremenski intervali
Kako bismo pravilno postupali s temporalnim podacima, bitno je uocˇiti potrebu za vremen-
skim intervalima umjesto parova FROM i TO vrijednosti. Pritom, razmatramo vremenske
intervale u kontekstu baza podataka. U nastavku se bavimo znacˇenjem intervala od dana
4 do dana 10. Ocˇito je da su dani 5, 6, 7, 8 i 9 ukljucˇeni, no dani 4 i 10 ne moraju biti.
Ako za neki interval i kazˇemo da se protezˇe od b do e, tocˇke b i e mogu pripadati ili ne
pripadati intervalu i. Ako tocˇka b pripada i, tada kazˇemo da je i zatvoren na pocˇetku,
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inacˇe je otvoren na pocˇetku. Slicˇno, ako tocˇka e pripada i, tada kazˇemo da je i zatvoren na
kraju, inacˇe je otvoren na kraju. Interval i intuitivno shvac´amo kao uredeni niz tocˇaka te
oznacˇavamo pomoc´u istaknutih tocˇaka b i e koje su odvojene dvotocˇkom i odgovorajuc´om
zagradom na pocˇetku i kraju ovisno o tome je li i otvoren ili zatvoren na pocˇetku i kraju.
Notacija je slicˇna matematicˇkoj: [d04:d10], [d04:d10), (d04:d10], (d04:d10). Sada kada
interval kao sˇto je [d04:d10] mozˇemo promatrati kao zasebnu cjelinu, potpuno je smisleno
kombinaciju atributa FROM i TO iz obje relacije sa Slike 1.3 zamijeniti jednim atributom

























Slika 1.4: Pojednostavljeni prikaz baze podataka o dobavljacˇima i posˇiljkama –
temporalna verzija s atributom DURING
Relacija S DURING mozˇe se opisati sljedec´im predikatom: Dobavljacˇ SNO je pod ugo-
vorom tijekom perioda od dana koji je pocˇetna tocˇka od DURING do dana koji je zavrsˇna
tocˇka od DURING. Predikat za relaciju SP DURING glasi: Dobavljacˇ SNO ima moguc´nost
dostavljanja posˇiljaka klijentu PNO tijekom perioda od dana koji je pocˇetna tocˇka od DU-
RING do dana koji je zavrsˇna tocˇka od DURING. Zamjena atributa FROM i TO atributom
DURING ima mnogo prednosti:
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1. Relacija S FROM TO ima dva kljucˇa, { SNO, FROM } i { SNO, TO }, no relacija
S DURING ima samo jedan, { SNO, DURING }, koji mozˇemo proglasiti primarnim
kljucˇem bez nepozˇeljnog biranja. Slicˇno, relacija SP FROM TO ima dva kljucˇa,
ali relacija SP DURING ima samo jedan, { SNO, PNO, DURING }, koji mozˇemo
proglasiti primarnim ako zˇelimo. U svakom slucˇaju, redukcija broja kljucˇeva je po-
zitivna promjena.
2. Vrijednosti atributa FROM i TO odreduju interval from – to koji se mozˇe interpre-
tirati kao zatvoreni ili otvoreni. U prethodnim razmatranjima podrazumijevalo se
da su vremenski intervali zatvoreni. Uvodenjem atributa DURING postoje cˇetiri
razlicˇite reprezentacije istog intervala te mozˇemo koristiti onu koja je u tom trenutku
najprikladnija. Na primjer, [d04:d10], [d04:d11), (d03:d10] ili (d03:d11).
3. Eksplicitna ogranicˇenja oblika FROM ≤ TO visˇe nisu potrebna, vec´ su zamijenjena
efikasnijim ogranicˇenjima koja se implicitno primjenjuju na intervale i tipove inter-
vala.
Ogranicˇenja za cˇuvanje integriteta i analogoni Upita A i B mogu se promatrati za bazu
podataka sa Slike 1.4, no zasad nec´emo ulaziti u detalje. Bitno je naglasiti da vremenski
intervali koje proucˇavamo nemaju vidljive komponente, odnosno pocˇetnoj i zavrsˇnoj tocˇki
nekog intervala mozˇe se pristupiti tek pomoc´u odgovarajuc´ih funkcija.
U prethodnim razmatranjima opisali smo kako intuitivno shvac´amo vremenske intervale,
u nastavku c´emo malo formalnije pristupiti tom pojmu. Vratimo se josˇ jednom na pocˇetni
interval [d04:d10]. Nazovimo ga kratko interval i. Jasno je da su tocˇke koje cˇine interval i
dani, tj. d04, d05, d06, d07, d08, d09 i d10. Pretpostavimo da su te tocˇke tipa DATE koji,
kao i prije, reprezentira kalendarski datum. Kazˇemo da je tip DATE tip tocˇaka u intervalu i.
Znamo da interval i sadrzˇi pocˇetnu i zavrsˇnu tocˇku, tj. d04 i d10. Takoder, znamo da su
tocˇke u i uredene po nekom pravilu. Kako bismo odredili sve tocˇke u i, prvo moramo odre-
diti tocˇku koja je neposredni sljedbenik pocˇetne tocˇke d04 u skladu s tim pravilom. Tocˇka
d04+1 je sljedbenik od d04, a odreduje se pomoc´u odgovarajuc´e funkcije sljedbenika. U
nasˇem slucˇaju funkcija sljedbenika je sljedec´i dan, odnosno dodaj jedan dan danom da-
tumu. Uocˇimo josˇ da ako je d04+1 sljedbenik od d04, tada je d04 prethodnik od d04+1.
Sada kada smo utvrdili da je d04+1 sljedbenik od d04, sljedec´e sˇto moramo odrediti je
dolazi li d04+1 nakon zavrsˇne tocˇke d10 u skladu s funkcijom sljedbenika. Ako ne dolazi,
tada je tocˇka d04+1 u intervalu i te dalje na analogan nacˇin promatramo tocˇku d04+2. Po-
navljajuc´i ovaj postupak mozˇemo otkriti sve tocˇke u nizu i = [d04:d10]. Primijetimo josˇ
da ako je e zavrsˇna tocˇka tipa DATE u intervalu i, tada izraz e+1 nije definiran. Ako je b
pocˇetna tocˇka tipa DATE u intervalu i, tada izraz b−1 nije definiran. Slijedi definicija tipa
tocˇaka u intervalu i.
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Definicija 1.3.1. Neka su T neki tip podataka i i interval. Kazˇemo da je T tip tocˇaka u
intervalu i ako vrijedi sljedec´e:
1. Za svaka dva razlicˇita elementa tipa T v1 i v2 vrijedi tocˇno jedno: v1 > v2 ili v2 > v1.
2. Definirani su operatori first i last koji vrac´aju najmanju i najvec´u vrijednost tipa T u
skladu s totalnim uredajem pod 1.
3. Definirani su operatori next i prior koji vrac´aju sljedbenika i prethodnika (ako pos-
toje) za danu vrijednost tipa T u skladu s totalnim uredajem pod 1.
Operator next je funkcija sljedbenika. Takoder, mozˇemo pretpostaviti da su svi operatori
usporedbe dostupni za bilo koji par tocˇaka tipa T: =, ,, >, ≥, <, ≤.
Vratimo se ponovno intervalu i = [d04:d10]. Vrijednost promatranog intervala je inter-
val od jedne vrijednosti DATE do druge gdje je prva vrijednost manja ili jednaka dru-
goj. Drugim rijecˇima, vrijednost i = [d04:d10] je posebni tip podataka koji se zove
INTERVAL DATE. Intervali ovoga tipa sastoje se od tocˇaka koje su tipa DATE. Konacˇno
slijedi definicija pojma interval.
Definicija 1.3.2. Neka je T tip tocˇaka. Tada je vrijednost intervala ili interval i tipa
INTERVAL T vrijednost za koju su definirani unarni operatori BEGIN i END te binarni
operator ∈ tako da vrijedi sljedec´e:
1. BEGIN(i) i END(i) vrac´aju vrijednost tipa T.
2. BEGIN(i) ≤ END(i).
3. Ako je p vrijednost tipa T, tada je p ∈ i ako i samo ako je BEGIN(i) ≤ p te p ≤
END(i).
Uocˇimo da interval nikad nije prazan. Uvijek postoji barem jedna tocˇka u bilo kojem
intervalu. Na kraju, slijede nepotpune definicije relacija S DURING i SP DURING:
VAR S DURING BASE
RELATION { SNO SNO, DURING INTERVAL DATE }
KEY { SNO, DURING } ;
VAR SP DURING BASE
RELATION { SNO SNO, PNO PNO, DURING INTERVAL DATE }
KEY { SNO, PNO, DURING } ;
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1.4 Operatori za rad s intervalima
U nastavku se bavimo opisom operatora za rad s intervalima. Prisjetimo se prvo kljucˇnih
zakljucˇaka iz prethodnog potpoglavlja:
1. Neka su T tip tocˇaka i p neka vrijednost tipa T. Izrazom p+1 oznacˇavamo vrijed-
nost sljedbenika od p. Ova notacija je samo neformalna, pravi jezik trebao bi imati
eksplicitni operator next koji c´emo nazvati NEXT T. NEXT T(p) vrac´a vrijednost
p+1. Takoder, izrazom p−1 neformalno oznacˇavamo vrijednost cˇiji je sljedbenik p.
Pravi jezik trebao bi imati eksplicitni operator prior koji c´emo nazvati PRIOR T.
PRIOR T(p) vrac´a vrijednost p−1. Potrebni su i operatori FIRST T i LAST T koji
vrac´aju najmanju i najvec´u vrijednost tipa T.
2. Neka je INTERVAL T tip intervala koji odgovara tipu tocˇaka T. Neformalno koris-
timo izraz [p1:pn] kako bismo oznacˇili interval koji sadrzˇi tocˇke p1, p1+1, p1+2,
. . . , pn. Pravi jezik trebao bi sadrzˇavati neku vrstu eksplicitne sintakse za [p1:pn].
Na primjer, INTERVAL T([p1:pn]).
3. Postoje razlicˇiti stilovi za intervale. Na primjer, neka je INTEGER tip tocˇaka. Tada
je pripadni tip intervala INTERVAL INTEGER. Svi (neformalni) izrazi [2:4], [2:5),
(1:4] i (1:5) odnose se na interval koji sadrzˇi tocˇke 2, 3 i 4. Odgovarajuc´i formalni
analogoni tih izraza su: INTERVAL INTEGER( [2:4] ), INTERVAL INTEGER(
[2:5) ), INTERVAL INTEGER( (1:4] ) i INTERVAL INTEGER( (1:5) ).
4. Neka su i = [b:e] interval tipa INTERVAL T i p vrijednost tipa T. Tada operator
BEGIN(i) vrac´a b; operator END(i) vrac´a e; p ∈ i vrac´a TRUE ako i samo ako je b ≤
p i p ≤ e.
Takoder, uz pretpostavke pod 4 definiramo: operator PRE(i) vrac´a b−1; POST(i) vrac´a
e+1; i 3 p (i sadrzˇi kao cˇlana p) vrac´a TRUE ako i samo ako je p ∈ i istinito. Uocˇimo da
PRE(i) i POST(i) mozˇemo zapisati na sljedec´i nacˇin: PRIOR T( BEGIN(i) ) i NEXT T(
END(i) ). U literaturi postoje i drugacˇija imena za ove operatore. Konacˇno, neka je i =
[p:p] interval tipa INTERVAL T. Definiramo operator POINT FROM i koji vrac´a vrijed-
nost tocˇke p. Ako i nije interval oblika [p:p], tada je taj operator nedefiniran.
Sada se bavimo opisom nekoliko operatora za usporedbu intervala. Operatori koje razma-
tramo u literaturi su cˇesto poznati pod nazivom Allenovi operatori. James F. Allen 1983.
godine prvi je definirao operatore za usporedbu intervala u temporalnim upitima. Pretpos-
tavimo da su intervali i1 = [b1:e1] i i2 = [b2:e2] tipa INTERVAL T. Uocˇimo da intervali
nuzˇno moraju biti istog tipa.
• Operator =: i1 = i2 je istinito ako i samo ako je b1 = b2 i e1 = e2.







• Operatori ⊇ i ⊆ : i1 ⊇ i2 je istinito ako i samo ako je b1 ≤ b2 i e1 ≥ e2; i2 ⊆ i1 je







• Operatori ⊃ i ⊂: i1 ⊃ i2 je istinito ako i samo ako je i1 ⊇ i2 istinito i i1 = i2 nije







• Operatori BEFORE i AFTER: i1 BEFORE i2 je istinito ako i samo ako je e1 < b2;
i2 AFTER i1 je istinito ako i samo ako je i1 BEFORE i2 istinito.
i1 i2
b1 b2e1 e2
• Operator OVERLAPS: i1 OVERLAPS i2 je istinito ako i samo ako je b1 ≤ e2 i b2







• Operator MEETS: i1 MEETS i2 je istinito ako i samo ako je b2 = e1+1 ili b1 =





• Operator MERGES: i1 MERGES i2 je istinito ako i samo ako je i1 OVERLAPS i2
istinito ili je i1 MEETS i2 istinito. Operator MERGES je komutativan. Kljucˇna rijecˇ
MERGES mozˇda nije dovoljna intuitivna, no tesˇko je pronac´i rijecˇ koja je priklad-
nija.
• Operator BEGINS: i1 BEGINS i2 je istinito ako i samo ako je b1 = b2 i e1 ∈ i2
istinito. Operator BEGINS u literaturi je poznat i pod nazivom starts.







• Operator ENDS: i1 ENDS i2 je istinito ako i samo ako je e1 = e2 i b1 ∈ i2 istinito.







Negacije navedenih operatora se takoder mogu definirati. Na primjer, i1 NOT MEETS i2
je istinito ako i samo ako i1 MEETS i2 nije istinito. Naravno, NOT = je jednostavno ,,
NOT ⊇, NOT ⊆, NOT ⊃ i NOT ⊂ su redom ⊂, ⊃, ⊆ i ⊇.
Operator ⊃ omoguc´uje nam da precizno definiramo pojam maksimalni interval.
Definicija 1.4.1. Neka je P predikat cˇiji je primarni kljucˇ tipa nekog intervala. Kazˇemo da
je interval i maksimalan obzirom na P ako i samo ako i zadovoljava P i ne postoji interval
j takav da je j ⊃ i koji zadovoljava P.
Skupovni operatori UNION, INTERSECT i MINUS mogu se izravno primijeniti na inter-
vale ako ih shvatimo kao skup tocˇaka. Skupovni operatori vrac´aju skupove, no bitno je
uocˇiti da njihova povratna vrijednost u ovom slucˇaju nec´e uvijek biti interval. Na primjer,
ako su intervali i1 i i2 medusobno disjunktni, odnosno i1 NOT OVERLAPS i2 je istinito,
tada je presjek i1 INTERSECT i2 prazan, a intervali kao takvi nikad nisu prazni. Zato je
potrebno uvesti neka ogranicˇenja na operande.
Definiramo dva pomoc´na operatora MIN i MAX. Neka su p1 i p2 vrijednosti tipa T i neka
je relacija < definirana za taj tip podataka. Tada vrijedi:
• MAX {p1, p2} vrac´a p2 ako je p1 < p2, inacˇe vrac´a p1.
• MIN {p1, p2} vrac´a p1 ako je p1 < p2, inacˇe vrac´a p2.
Neka su sada i1 i i2 vrijednosti istog tipa intervala. Definiramo skupovne operatore za
intervale:
• UNION: i1 UNION i2 vrac´a [MIN{b1, b2}:MAX{e1, e2}] ako je i1 MERGES i2
istinito, inacˇe nije definirano.









• INTERSECT: i1 INTERSECT i2 vrac´a [MAX{b1, b2}:MIN{e1, e2}] ako je i1 OVER-









• MINUS: i1 MINUS i2 vrac´a [b1:MIN{b2−1, e1}] ako je b1< b2 i e1≤ e2; [MAX{e2+1,








b1 b2 − 1
Konacˇno, definiramo operator COUNT(i) cˇija je povratna vrijednost broj tocˇaka u inter-
valu i. Taj operator se ponekad naziva duljina ili trajanje intervala. Na primjer, ako proma-
tramo interval i = [d02:d05] koji je tipa INTERVAL DATE, tada je COUNT(i) jednak 4.
Svi operatori za intervale koje smo prethodno opisali mogu se iskoristiti u postavljanju
temporalnih upita i mogu se primijeniti na sve moguc´e intervale. Uzimajuc´i u obzir tem-
poralnu bazu podataka sa Slike 1.4, promotrimo sljedec´e upite i njihove moguc´e zapise u
jeziku Tutorial D:
1. Pronadi brojeve dobavljacˇa koji su u moguc´nosti dostavljati posˇiljke klijentu P2 na
dan 8.
Tutorial D:
( SP DURING WHERE PNO = PNO("P2") AND d08 ∈ DURING) {SNO}.
2. Pronadi parove dobavljacˇa koji su u moguc´nosti dostavljati posˇiljke istim klijentima
u isto vrijeme.
Tutorial D:
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WITH (
t1 B SP DURING RENAME { SNO AS S1, DURING AS D1 } ,
t2 B SP DURING RENAME { SNO AS S2, DURING AS D2 } ,
t3 B t1 JOIN t2 ,
t4 B t3 WHERE S1 <S2 AND D1 OVERLAPS D2 ) :
t4 { S1, S2 }.
3. Pronadi ne samo parove dobavljacˇa koji su u moguc´nosti dostavljati posˇiljke istim
klijentima u isto vrijeme nego i pripadajuc´e klijente i vrijeme.
Tutorial D:
WITH (
t1 B SP DURING RENAME { SNO AS S1, DURING AS D1 } ,
t2 B SP DURING RENAME { SNO AS S2, DURING AS D2 } ,
t3 B t1 JOIN t2 ,
t4 B t3 WHERE S1 <S2 AND D1 OVERLAPS D2 ) :
t5 B EXTEND t4 : { DURING B D1 INTERSECT D2 } ) :
t5 { S1, S2, PNO, DURING }.
Zapisi upita u jeziku Tutorial D su intuitivno dosta jasni. Primijetimo samo da bi se d08
u pravom jeziku morao zamijeniti odgovarajuc´om instancom tipa DATE. Na primjer, ako
se dan 8 odnosi na 22. rujna 2015., tada je odgovarajuc´a instanca u jeziku SQL: DATE
"2015-09-22".
1.5 Operatori EXPAND i COLLAPSE
Za razliku od operatora koje smo prethodno susreli, operatori EXPAND i COLLAPSE ne
primjenjuju se na intervale kao takve, nego na skupove intervala. Preciznije, operandi su
skupovi intervala istog tipa, a rezultat je ponovno skup intervala istog tipa. Rezultirajuc´i
skupovi intervala mogu se smatrati odredenom kanonskom formom za ulazni skup inter-
vala. Dvije kanonske forme koje dobivamo primjenom tih operatora imaju svojstvo da je
svaka tocˇka iz nekog intervala u ulaznom skupu reprezentirana tocˇno jednom u pripadnom
rezultantnom skupu.
Definicija 1.5.1. Neka su X1 i X2 skupovi intervala istog tipa. Skupovi X1 i X2 su ekviva-
lentni ako i samo ako je skup svih tocˇaka koje se nalaze u intervalima iz X1 jednak skupu
svih tocˇaka koje se nalaze u intervalima iz X2.
Slijedi primjer ekvivalentnih skupova u skladu s prethodnom definicijom. Neka su X1 = {
[d01:d01], [d03:d05], [d04:d06] } i X2 = { [d01:d01], [d03:d04], [d05:d05], [d05:d06]
}. Ocˇito X1 i X2 nisu jednaki skupovi, no jednostavno je primijetiti da su ekvivalentni.
Trazˇeni skupovi svih tocˇaka za X1 i X2 su jednaki: { d01, d03, d04, d05, d06 }. Medutim,
ono sˇto nas zanima nisu skupovi svih tocˇaka kao takvi, nego odgovarajuc´i skup koji se
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sastoji od intervala kojima pripada samo jedna tocˇka: { [d01:d01], [d03:d03], [d04:d04],
[d05:d05], [d06:d06] }. Ovaj je skup ocˇito ekvivalentan skupovima X1 i X2 te predstavlja
prosˇirenu formu tih skupova. Nazovimo ga skupom X3. Slijedi definicija prosˇirene forme.
Definicija 1.5.2. Neka je X skup intervala istog tipa. Prosˇirena forma od X je skup svih
intervala oblika [p:p] gdje je p tocˇka koja pripada nekom intervalu iz X.
Ako je X skup intervala istog tipa, jasno je da prosˇirena forma od X uvijek postoji i da
je ekvivalentna tom skupu. Prosˇirena forma je jedinstvena i predstavlja jednu kanonsku
formu za X. Ovdje je rijecˇ o jedinstvenom skupu koji je ekvivalentan X te sadrzˇi intervale
minimalne duljine (jedan). Ako je skup X prazan, tada je i prosˇirena forma od X prazna.
Koncept prosˇirenih formi omoguc´uje nam da sazˇmemo Definiciju 1.5.1.
Definicija 1.5.3. Dva skupa intervala istog tipa su ekvivalentna ako i samo ako imaju iste
prosˇirene forme.
Skupovi X1, X2 i X3 koje smo prethodno razmatrali imaju razlicˇitu kardinalnost. Uocˇimo
da najvec´u kardinalnost ima skup X3, a upravo je X3 prosˇirena forma skupova X1 i X2.
Lako je pronac´i neki skup X4 koji ima istu prosˇirenu formu kao X1 i X2 te vec´u kardinalnost
od X3. No mnogo je zanimljiviji skup X5 koji ima istu prosˇirenu formu kao X1 i X2 te
najmanju moguc´u kardinalnost: X5 = { [d01:d01], [d03:d06] }. X5 je sazˇeta forma od X1,
X2, X3 i X4. Slijedi definicija sazˇete forme.
Definicija 1.5.4. Neka je X skup intervala istog tipa. Sazˇeta forma od X je skup svih
intervala Y istog tipa tako da vrijedi sljedec´e:
1. X i Y imaju istu prosˇirenu formu.
2. Ne postoje dva razlicˇita intervala i1 i i2 iz Y tako da je i1 MERGES i2 istinito.
Analogno, ne postoje dva razlicˇita intervala i1 i i2 iz Y tako da je i1 UNION i2
definirano.
Primijetimo da se Y mozˇe izvesti iz X tako da se parovi intervala iz X zamijene njihovom
unijom, pod pretpostavkom da je njihova unija definirana, sve dok daljnje zamjene visˇe nisu
moguc´e. Sazˇeta forma od X je druga moguc´a kanonska forma za X. Rijecˇ je o jedinstvenom
skupu koji je ekvivalentan X s najmanjom moguc´om kardinalnosˇc´u. Takoder, uocˇimo da
sazˇeta forma od X uvijek postoji i da je jedinstvena. Koncept sazˇetih formi ponovno nam
omoguc´uje da preoblikujemo Definiciju 1.5.1.
Definicija 1.5.5. Dva skupa intervala istog tipa su ekvivalentna ako i samo ako imaju iste
sazˇete forme.
Sada mozˇemo definirati operatore EXPAND i COLLAPSE.
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Definicija 1.5.6. Neka je X skup intervala istog tipa. Tada EXPAND(X) vrac´a prosˇirenu
formu od X, a COLLAPSE(X) sazˇetu formu od X.
Opisali smo dva operatora, EXPAND i COLLAPSE, koji se primjenjuju na skupove. No
nacˇin na koji smo opisali ta dva operatora ne pristaje dobro relacijskom modelu buduc´i da
se on temelji na radu s relacijama. Kako bismo ostali u okviru relacijskog modela, potrebno
je zamijeniti navedene operatore verzijama u kojima su argumenti unarne relacije umjesto
skupova. Verzije operatora s unarnim relacijama su slicˇne onima sa skupovima, samo sˇto
su umjesto skupova intervala ulaz i izlaz sada unarne relacije koje sadrzˇe te intervale. Na




















Slicˇno, pojam ekvivalentnosti mozˇe se iskazati i za unarne relacije: Dvije unarne relacije su
ekvivalentne ako i samo ako imaju iste prosˇirene forme (ili iste sazˇete forme). U nastavku
koristimo samo verzije operatora EXPAND i COLLAPSE koje su definirane za unarne
relacije.
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1.6 Operatori PACK i UNPACK
Operatori EXPAND i COLLAPSE koje smo prethodno opisali josˇ uvijek nisu dovoljno
dobri za uspjesˇno upravljanje temporalnim podacima. Problem je sˇto ti operatori rade s
unarnim relacijama, a nama su potrebni operatori koji rade s n–arnim relacijama. Zato uvo-
dimo operatore PACK i UNPACK. Operator PACK temelji se na operatoru COLLAPSE, a
operator UNPACK na operatoru EXPAND.












Pakiranje se formalno zapisuje kao PACK r ON (DURING). Rezultat prikazuje iste infor-
macije kao i originalna relacija r, no on je restrukturiran tako da za dva during intervala
istog dobavljacˇa i1 i i2 vrijedi da je i1 NOT MERGES i2 istinito. Znacˇajnost operatora
COLLAPSE u takvom restrukturiranju relacije r je ocˇita.
Analogno, raspakiravanjem originalne relacije r na atribut DURING, sˇto formalno zapi-
sujemo kao UNPACK r ON (DURING), dobivamo raspakiranu formu relacije r. Rezultat
raspakiravanja prikazuje iste informacije kao i originalna relacija r, no on je restrukturiran
tako da su vrijednosti atributa DURING intervali kojima pripada samo jedna tocˇka.
Vazˇnost operatora EXPAND u takvom restrukturiranju relacije r je ocˇita:













Sada c´emo malo detaljnije objasniti operatore PACK i UNPACK, no prisjetimo se prvo
Upita E i F iz Potpoglavlja 1.2:
• Upit E: Pronadi trojke (SNO, FROM, TO) za dobavljacˇe koji su u moguc´nosti tre-
nutacˇno dostavljati posˇiljke barem jednom klijentu te gdje vrijednosti FROM i TO
oznacˇavaju maksimalni interval tijekom kojeg je dobavljacˇ SNO u moguc´nosti dos-
tavljati posˇiljke.
• Upit F: Pronadi trojke (SNO, FROM, TO) za dobavljacˇe koji trenutacˇno nisu u
moguc´nosti dostavljati posˇiljke nekom klijentu tijekom nekog razdoblja i gdje vri-
jednosti FROM i TO oznacˇavaju maksimalni interval tijekom kojeg dobavljacˇ SNO
nije bio u moguc´nosti dostavljati posˇiljke.
U Potpoglavlju 1.2 ove upite nismo zapisali u jeziku Tutorial D jer je taj zadatak bio dosta
tezˇak. No koristec´i operatore PACK i UNPACK, mnogo je jednostavnije pristupiti tom
problemu. Upite E i F preoblikovat c´emo tako da odgovaraju temporalnoj bazi podataka s
atributom DURING sa Slike 1.4:
• Upit G: Pronadi parove SNO i DURING gdje je DURING maksimalni interval ti-
jekom kojeg je dobavljacˇ SNO u moguc´nosti dostavljati posˇiljke barem jednom kli-
jentu.
• Upit H: Pronadi parove SNO i DURING gdje je DURING maksimalni interval tije-
kom kojeg dobavljacˇ SNO nije bio u moguc´nosti dostavljati posˇiljke nekom klijentu.
Prikaz rezultata Upita G je na lijevoj strani, a Upita H na desnoj strani:











Osvrnimo se prvo na Upit G. Jasno je da se na Upit G mozˇe odgovoriti uzimajuc´i u obzir
samo relaciju SP DURING. Rezultat (lijevo) dobivamo evaluacijom sljedec´eg izraza:
WITH (
t1 B SP DURING { SNO, DURING } ,
t2 B t1 GROUP { DURING } AS X ,
t3 B EXTEND t2 : { X B COLLAPSE(X) } ) :
t3 UNGROUP { X }.
Bilo bi vrlo pozˇeljno kada bismo od relacije t1 stigli do rezultata pomoc´u samo jedne ope-
racije. Iz tog razloga uvodimo operator PACK cˇija formalna definicija slijedi u nastavku.
Definicija 1.6.1. Neka je r relacija koja ima atribut A cˇije su vrijednosti intervali. Tada
izraz PACK r ON (A) oznacˇava pakiranje relacije r na atribut A te predstavlja pokratu za
sljedec´e:
WITH ( r1 B r GROUP { A } AS X ,
r2 B EXTEND r1 : { X B COLLAPSE(X) } ) :
r2 UNGROUP { X }.
Dakle, sljedec´i zapis mozˇemo ponuditi kao razumnu formulaciju Upita G:
PACK SP DURING { SNO, DURING } ON (DURING).
Promotrimo sada Upit H. Intuitivno je jasno da se na Upit H mozˇe odgovoriti uzimajuc´i u
obzir obje relacije sa Slike 1.4. Uocˇimo da za SNO–DURING parove vrijedi sljedec´e:
1. SNO–DURING parovi koji su sadrzˇani u S DURING pokazuju kada su dobavljacˇi
bili pod ugovorom.
2. SNO–DURING parovi koji su sadrzˇani u SP DURING pokazuju kada su dobavljacˇi
bili u moguc´nosti dostavljati posˇiljke klijentima.
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3. Razlika prvog i drugog pokazuje kada su dobavljacˇi bili pod ugovorom, ali ne i u
moguc´nosti dostavljati posˇiljke klijentima.
Dakle, kako bismo odgovorili na Upit H, potrebno je izvesti nekoliko operacija raspakira-
vanja i uzeti razliku rezultata. Predstavimo prvo operator UNPACK.
Definicija 1.6.2. Neka je r relacija koja ima atribut A cˇije su vrijednosti intervali. Tada
izraz UNPACK r ON (A) oznacˇava raspakiravanje relacije r na atribut A te predstavlja
pokratu za sljedec´e:
WITH ( r1 B r GROUP { A } AS X ,
r2 B EXTEND r1 : { X B EXPAND(X) } ) :
r2 UNGROUP { X }.
Primijetimo da je prethodna definicija identicˇna onoj za operator PACK, osim sˇto je ope-
rator COLLAPSE zamijenjen operatorom EXPAND u drugoj liniji izraza. Sada mozˇemo
ponuditi razumnu formulaciju Upita H:
PACK (
( UNPACK S DURING { SNO, DURING } ON (DURING) )
MINUS
( UNPACK SP DURING { SNO, DURING } ON (DURING) ) )
ON (DURING).
Evaluacijom tog izraza dobivamo rezultat na desnoj strani koji smo prije prikazali.
Na kraju, potrebno je istaknuti da su operatori PACK i UNPACK tek pokrate koje omoguc´uju
kompaktniji zapis temporalnih upita, odnosno definirani su u terminima operatora COL-
LAPSE i EXPAND.
1.7 Generalizacija operatora PACK i UNPACK
Operatori PACK i UNPACK u praksi se najcˇesˇc´e koriste u svom najjednostavnijem obliku,
kako smo prethodno opisali, no buduc´i da je moguc´e da relacija sadrzˇi visˇe atributa cˇije su
vrijednosti intervali, operatore je potrebno prilagoditi tako da se pakiranje i raspakiravanje
mozˇe provesti na bilo kojem podskupu takvih atributa. Prvi slucˇaj koji promatramo odnosi
se na skupove atributa koji su prazni. Moguc´nost pakiranja i raspakiravanja relacije na
nijednom atributu pokazat c´e se iznimno vazˇnom u daljnjim razmatranjima. Sintaksa je
slicˇna kao i prije: PACK r ON ( ) i UNPACK r ON ( ). Definiramo da je rezultat ovih
operacija relacija r. Drugi slucˇaj koji promatramo odnosi se na dva ili visˇe atributa cˇije su
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vrijednosti intervali. Intervali ne moraju nuzˇno biti temporalni. Osvrnimo se prvo na





Promotrimo sada izraz: UNPACK ( UNPACK r ON ( A1 ) ) ON ( A2 ). Evaluacijom
















Pogledajmo sˇto c´e se dogoditi ako zamijenimo poredak raspakiravanja: UNPACK ( UN-
PACK r ON ( A2 ) ) ON ( A1 ). Rezultat unutrasˇnjeg dijela izraza: UNPACK r ON ( A2 ),
je relacija:
















Primijetimo da su rezultati u oba slucˇaja jednaki, iako su pojedini retci u drugacˇijem po-
retku. Zakljucˇujemo da ako je relacija r bilo koja relacija s atributima A1 i A2 cˇije su
vrijednosti intervali, tada vrijedi sljedec´i identitet:
UNPACK (UNPACK r ON (A1)) ON (A2) ≡ UNPACK (UNPACK r ON (A2)) ON (A1).
Takoder, lako se vidi da ako je r relacija s atributima A1, A2, . . . , An cˇije su vrijednosti
intervali, tada raspakiravanje relacije r na te atribute u bilo kojem poretku uvijek daje isti
rezultat. Slijedi poopc´enje definicije operatora UNPACK.
Definicija 1.7.1. Neka su r relacija koja ima atribute A1, A2, . . . , An cˇije su vrijednosti
intervali (r mozˇe imati i druge atribute) i n ≥ 0. Tada izraz UNPACK r ON (A1, A2, . . . ,
An) oznacˇava raspakiravanje relacije r na atribute A1, A2, . . . , An te predstavlja pokratu za
sljedec´e: UNPACK ( . . . (UNPACK (UNPACK r ON (B1) ) ON (B2) ) . . . ) ON (Bn), gdje
je niz B1, B2, . . . , Bn proizvoljna permutacija niza A1, A2, . . . , An.
Slijedi poopc´enje definicije operatora PACK iz prethodnog potpoglavlja.
POGLAVLJE 1. OSNOVNI KONCEPTI 32
Definicija 1.7.2. Neka su r relacija koja ima atribute A1, A2, . . . , An cˇije su vrijednosti
intervali (r mozˇe imati i druge atribute) i n ≥ 0. Tada izraz PACK r ON (A1, A2, . . . , An)
oznacˇava pakiranje relacije r na atribute A1, A2, . . . , An (u tom poretku) te predstavlja
pokratu za sljedec´e: PACK( . . . (PACK (PACK r’ ON (A1) ) ON (A2) ) . . . ) ON (An), gdje
je r’ relacija dobivena evaluacijom izraza UNPACK r ON (A1, A2, . . . , An).
Uocˇimo da operator PACK djeluje tako da se promatrana relacija prvo raspakira na sve
odredene atribute u bilo kojem redoslijedu, a tek onda pakira na te iste atribute u tocˇno
odredenom poretku. Promotrimo sada primjer pakiranja na dva atributa. Neka je r relacija






Razmatramo sljedec´i izraz: PACK r ON (A1, A2). Prvo slijedi rezultat implicitnog raspa-
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Promotrimo sada sˇto c´e se dogoditi kada zamijenimo redoslijed pakiranja, odnosno raz-
motrimo sljedec´i izraz: PACK r ON (A2, A1). Naravno, implicitnim raspakiravanjem kao










Zadnji rezultat ocˇito nije jednak onome od prije. Zakljucˇujemo da ako je r relacija s atri-
butima A1 i A2 cˇije su vrijednosti intervali, tada opc´enito vrijedi sljedec´i identitet:
PACK r ON (A1, A2) . PACK r ON (A2, A1).
Analogno, mozˇe se pokazati da ista tvrdnja vrijedi za proizvoljnu relaciju r s n atributa cˇije
su vrijednosti intervali te n > 1. Zato je redoslijed pakiranja bitan.
Prije nego sˇto nastavimo razmatranje o operatorima PACK i UNPACK, slijede definicije o
ekvivalentnosti i redundantnosti relacija.
Definicija 1.7.3. Neka su r1 i r2 relacije istog tipa i neka su atributi tih dviju relacija A1,
A2, . . . , An atributi cˇije su vrijednosti intervali. Kazˇemo da su relacije r1 i r2 ekvivalentne
obzirom na A1, A2, . . . , An ako i samo ako su relacije koje su rezultati od UNPACK r1 ON
(A1, A2, . . . , An) i od UNPACK r2 ON (A1, A2, . . . , An) jednake.
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Relacije na lijevoj i desnoj strani nisu jednake, ali su ekvivalentne u smislu prethodne
definicije. Obje sadrzˇe iste informacije, no prikazuju ih iz dvije razlicˇite perspektive.
Definicija 1.7.4. Neka je r relacija s atributima A1, A2, . . . , An cˇije su vrijednosti intervali
(r mozˇe imati i druge atribute). Neka je u relacija koja je dobivena raspakiravanjem r na
te atribute. Ako se svaki redak u u mozˇe izvesti iz tocˇnog jednog retka u r, tada kazˇemo
da je relacija r neredundantna obzirom na A1, A2, . . . , An. Inacˇe, kazˇemo da je relacija r
redundantna obzirom na A1, A2, . . . , An.
Posljedice generalizacije operatora PACK i UNPACK, tako da se pakiranje i raspakiravanje
mozˇe primijeniti na bilo koji skup atributa neke relacije cˇije su vrijednosti intervali, nisu
uvijek odmah ocˇite. Jednu od tih posljedica opisujemo u nastavku. Izrazi:
1. PACK r ON (A1, A2, . . . , An),
2. PACK ( . . . (PACK (PACK r ON (A1) ) ON (A2) ) . . . ) ON (An),
opc´enito nisu logicˇki ekvivalentni. Prvi izraz ukljucˇuje potpuno raspakiravanje relacije
r na atribute A1, A2, . . . , An, dok drugi ne. Definicija 1.7.2 za operator PACK jamcˇi
eliminiranje suvisˇnih informacija iz rezultantne relacije, a mnogo prirodnija definicija za
taj operator, ona u skladu s drugim izrazom, to ne cˇini. Zato je operator PACK u Definiciji
1.7.2 definiran tako da ukljucˇuje pocˇetno raspakiravanje relacije na promatrane atribute. U






Evaluacijom izraza PACK r ON (A1, A2) dobivamo rezultat koji je jednak onome koji
dobivamo evaluacijom izraza PACK ( PACK r ON (A1) ) ON (A2). Medutim, evaluacijom
izraza PACK r ON (A2, A1) i PACK ( PACK r ON (A2) ) ON (A1) dobivamo razlicˇite
rezultate:







Relacija na lijevoj strani dobivena evalucijom prvog izraza sadrzˇi interval [P5:P5], a rela-
cija na desnoj strani dobivena evaluacijom drugog izraza sadrzˇi interval [P3:P5]. Druga
relacija dvaput nam kazuje da se klijenti P3 i P4 pojavljuju u kombinaciji s danima 1, 2,
3 i 4. Drugim rijecˇima, sadrzˇi redundantne podatke, dok s prvom relacijom to nije slucˇaj.
Dakle, relacija na lijevoj strani je neredundantna, a relacija na desnoj strani je redundantna
u skladu s Definicijom 1.7.4.
1.8 U operatori
U prethodnim potpoglavljima vidjeli smo kako izrazi koji su prilicˇno slozˇeni i veliki u
terminima originalne relacijske algebre postaju intuitivniji i jednostavniji u terminima ope-
ratora PACK i UNPACK. Operatori PACK i UNPACK mogu se iskoristiti kao temelj za
definiranje daljnjih operatora koji omoguc´uju postavljanje temporalnih upita na jednostav-
niji nacˇin. U nastavku predstavljamo te operatore. U ovom trenutku zgodno je sjetiti se
Slike 1.4 i ponovno prikazati Upit H:
• Upit H: Pronadi parove SNO i DURING gdje je DURING maksimalni interval tije-
kom kojeg dobavljacˇ SNO nije bio u moguc´nosti dostavljati posˇiljke nekom klijentu.
Vidjeli smo da je razumna formulacija Upita H jednaka sljedec´em izrazu:
PACK (
( UNPACK S DURING { SNO, DURING } ON (DURING) )
MINUS
( UNPACK SP DURING { SNO, DURING } ON (DURING) ) )
ON (DURING).
Primijetimo da prethodni izraz zahtijeva izvodenje sljedec´ih operacija:
1. Raspakiraj oba operanda.
2. Uzmi razliku.
3. Pakiraj rezultat.
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Upiti u kojima se materijaliziraju raspakirane relacije, izvodi odgovarajuc´a relacijska ope-
racija i pakira rezultat, mogu se izvrsˇavati predugo ili nam mozˇe ponestati memorije.
Posebno se to odnosi na slucˇajeve s intervalima velike kardinalnosti. Ako sve zahtjeve
zapisˇemo u obliku jedne operacije, postoje efikasne implementacije operatora koje ne zah-
tijevaju da se raspakiravanje relacija uvijek fizicˇki izvodi. Obrazac koji je ilustriran ovim
primjerom pojavljuje se vrlo cˇesto u praksi te je smisleno uvesti odredene pokrate koje
pruzˇaju moguc´nost poboljsˇanja performansi upita. Jasno je da se takve pokrate mogu de-
finirati za sve uobicˇajene relacijske operatore. Medutim, posebnu vazˇnost imaju binarni
operatori: UNION, INTERSECT, MINUS, D UNION, I MINUS, MATCHING i NOT
MATCHING. U nastavku definiramo niz U operatora. U potjecˇe od USING ili od UNPAC-
KING buduc´i da je raspakiravanje najbitniji korak u obrascu koji smo prethodno opisali.
Definicija 1.8.1. Neka su r1 i r2 relacije koje imaju istu shemu T. Neka je ACL niz atributa
koji su komponente od T i cˇije su vrijednosti intervali. Tada izraz USING (ACL) : r1
MINUS r2 nazivamo U MINUS te predstavlja pokratu za sljedec´e:
PACK ( ( UNPACK r1 ON (ACL) )
MINUS ( UNPACK r2 ON (ACL) ) ) ON (ACL).
Upit H sada mozˇemo formulirati na sljedec´i nacˇin:
USING ( DURING ) :
S DURING { SNO, DURING }MINUS SP DURING { SNO, DURING }.
Definicija 1.8.2. Neka su r1 i r2 relacije koje imaju istu shemu T. Neka je ACL niz atributa
koji su komponente od T i cˇije su vrijednosti intervali. Tada izraz USING (ACL) : r1
UNION r2 nazivamo U UNION te predstavlja pokratu za sljedec´e:
PACK ( ( UNPACK r1 ON (ACL) )
UNION ( UNPACK r2 ON (ACL) ) ON (ACL).
Zapravo, u ovom slucˇaju nema potrebe za pripremnim raspakiravanjem. Zato se U UNION
mozˇe pojednostaviti na sljedec´i izraz: PACK ( r1 UNION r2 ) ON (ACL). Slicˇna pojednos-
tavljenja postoje i za druge U operatore.
Definicija 1.8.3. Neka su r1 i r2 relacije koje imaju istu shemu T. Neka je ACL niz atributa
koji su komponente od T i cˇije su vrijednosti intervali. Tada izraz USING (ACL) : r1
INTERSECT r2 nazivamo U INTERSECT te predstavlja pokratu za sljedec´e:
PACK ( ( UNPACK r1 ON (ACL) )
INTERSECT ( UNPACK r2 ON (ACL) ) ) ON (ACL).
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U verzije od D UNION i I MINUS svakako imaju smisla, iako su nazivi pomalo nes-
pretni.
Definicija 1.8.4. Neka su r1 i r2 relacije koje imaju istu shemu T. Neka je ACL niz atributa
koji su komponente od T i cˇije su vrijednosti intervali. Tada izraz USING (ACL) : r1
D UNION r2 nazivamo disjunktni U UNION te predstavlja pokratu za sljedec´e:
PACK ( ( UNPACK r1 ON (ACL) )
D UNION ( UNPACK r2 ON (ACL) ) ) ON (ACL).
Definicija 1.8.5. Neka su r1 i r2 relacije koje imaju istu shemu T. Neka je ACL niz atributa
koji su komponente od T i cˇije su vrijednosti intervali. Tada izraz USING (ACL) : r1
I MINUS r2 nazivamo ukljucˇujuc´i U MINUS te predstavlja pokratu za sljedec´e:
PACK ( ( UNPACK r1 ON (ACL) )
I MINUS ( UNPACK r2 ON (ACL) ) ) ON (ACL).
Definicija 1.8.6. Neka su r1 i r2 relacije koje imaju barem jedan zajednicˇki atribut. Neka
je ACL niz atributa koji se pojavljuju u objema relacijama r1 i r2 te cˇije su vrijednosti
intervali. Tada izraz USING (ACL) : r1 JOIN r2 nazivamo U JOIN te predstavlja pokratu
za sljedec´e:
PACK ( ( UNPACK r1 ON (ACL) )
JOIN ( UNPACK r2 ON (ACL) ) ) ON (ACL).
Definicija 1.8.7. Neka su r1 i r2 relacije koje imaju barem jedan zajednicˇki atribut. Neka
je ACL niz atributa koji se pojavljuju u objema relacijama r1 i r2 te cˇije su vrijednosti
intervali. Tada izraz USING (ACL) : r1 MATCHING r2 nazivamo U MATCHING te
predstavlja pokratu za sljedec´e:
PACK ( ( UNPACK r1 ON (ACL) )
MATCHING ( UNPACK r2 ON (ACL) ) ) ON (ACL).
Definicija 1.8.8. Neka su r1 i r2 relacije koje imaju barem jedan zajednicˇki atribut. Neka
je ACL niz atributa koji se pojavljuju u objema relacijama r1 i r2 te cˇije su vrijednosti inter-
vali. Tada izraz USING (ACL) : r1 NOT MATCHING r2 nazivamo U NOT MATCHING
te predstavlja pokratu za sljedec´e:
PACK ( ( UNPACK r1 ON (ACL) )
NOT MATCHING ( UNPACK r2 ON (ACL) ) ) ON (ACL).
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Operatori U UNION, U INTERSECT, disjunktni U UNION i U JOIN, koje smo pret-
hodno definirali, imaju i svoje n–arne analogone. U verzije tih operatora mogu se de-
finirati tako da se raspakira svih n relacija, primijeni regularni n–arni operator na tih n
raspakiranih formi, te na kraju pakira rezultat. Slijedi primjer definicije n–arnog operatora
U JOIN.
Definicija 1.8.9. Neka su r1, r2, . . . , rn relacije koje imaju barem jedan zajednicˇki atribut.
Neka je ACL niz atributa koji se pojavljuju u svakoj od relacija r1, r2, . . . , rn, te cˇije su
vrijednosti intervali. Tada izraz USING (ACL) : JOIN {r1, r2, . . . , rn} nazivamo U JOIN
te predstavlja pokratu za sljedec´e:
PACK ( JOIN {
UNPACK r1 ON (ACL) ,
UNPACK r2 ON (ACL) ,
. . .
UNPACK rn ON (ACL) } ) ON (ACL).
Definicije za ostale operatore slijede isti obrazac.
Osvrnimo se sada na U verzije unarnih operatora RENAME, restrikcije, projekcije, EXTEND,
GROUP i UNGROUP.
Definicija 1.8.10. Neka je r relacija. Neka je ACL niz atributa koji se pojavljuju u r te
cˇije su vrijednosti intervali. Neka r ima atribut A koji nije u ACL i neka nema atribut koji
se zove B. Tada izraz USING (ACL) : r RENAME {A AS B} nazivamo U RENAME te
predstavlja pokratu za sljedec´e:
PACK ( ( UNPACK r ON (ACL) ) RENAME { A AS B } ) ON (ACL).
Naravno, taj se izraz mozˇe reducirati na: PACK ( r RENAME { A AS B } ) ON (ACL). Ne
ocˇekuje se da c´e se ovaj operator cˇesto koristiti u praksi.
Definicija 1.8.11. Neka je r relacija. Neka je ACL niz atributa koji se pojavljuju u r te cˇije
su vrijednosti intervali. Neka je bx uvjet na r. Tada izraz USING (ACL) : r WHERE bx
nazivamo U RESTRICT te predstavlja pokratu za sljedec´e:
PACK ( ( UNPACK r ON (ACL) ) WHERE bx ) ON (ACL).
Primijetimo da se pocˇetno raspakiravanje ovdje primjenjuje na relaciju r, a ne na restrikciju
r WHERE bx.
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Definicija 1.8.12. Neka je r relacija. Neka je ACL niz atributa koji se pojavljuju u r te cˇije
su vrijednosti intervali. Neka je BCL niz atributa takav da se svaki atribut iz ACL pojavljuje
u BCL. Tada izraz USING (ACL) : r {BCL} nazivamo U PROJECT te predstavlja pokratu
za sljedec´e:
PACK ( ( UNPACK r ON (ACL) ) { BCL } ) ON (ACL).
Definicija 1.8.13. Neka je r relacija. Neka je ACL niz atributa koji se pojavljuju u r te
cˇije su vrijednosti intervali. Tada izraz USING (ACL) : EXTEND r : {A B exp} nazivamo
U EXTEND te predstavlja pokratu za sljedec´e:
PACK ( ( ( EXTEND ( UNPACK r ON (ACL) ) : { A B exp } ) ON (ACL).
Definicija 1.8.14. Neka je r relacija. Neka su ACL niz atributa koji se pojavljuju u r te cˇije
su vrijednosti intervali; BCL niz atributa koji se pojavljuju u r, a nisu u ACL; i neka je X
ime atributa koje je razlicˇito od svih imena atributa koji se pojavljuju u r, osim mozˇda onih
u BCL. Tada izraz USING (ACL) : r GROUP {BCL} nazivamo U GROUP te predstavlja
pokratu za sljedec´e:
PACK ( ( ( UNPACK r ON (ACL) ) GROUP { BCL } AS X ) ON (ACL).
Definicija 1.8.15. Neka je r relacija koja ima atribut B cˇije su vrijednosti relacije. Neka
je ACL niz atributa koji se pojavljuju u r i cˇije su vrijednosti intervali. Tada izraz USING
(ACL) : r UNGROUP B nazivamo U UNGROUP te predstavlja pokratu za sljedec´e:
PACK ( ( ( UNPACK r ON (ACL) ) UNGROUP B ) ON (ACL).
Ako se relacije r1 i r2 sastoje od nekog atributa cˇije su vrijednosti intervali, tada cˇesto
zˇelimo usporediti raspakirane verzije tih relacija. Dakle, preostaje nam definirati U ver-
zije operatora za usporedbu relacija.
Definicija 1.8.16. Neka su r1 i r2 relacije koje imaju istu shemu T. Neka je ACL niz
atributa koji su komponente od T i cˇije su vrijednosti intervali. Tada izraz USING (ACL) :
r1 compop r2, gdje je compop bilo koji operator za usporedbu (=, ,, ⊆, ⊂, ⊇, ⊃), nazivamo
U comparison te predstavlja pokratu za sljedec´e:
( UNPACK r1 ON (ACL) ) compop ( UNPACK r2 ON (ACL) ).
Primijetimo da zavrsˇno pakiranje ovdje nije potrebno buduc´i da rezultat usporedbe nije re-
lacija, vec´ vrijednost true ili false.
Promotrimo josˇ jednom operator U MINUS koji smo ranije definirali. Izraz USING (ACL)
: r1 MINUS r2 je pokrata za sljedec´e:
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PACK ( ( UNPACK r1 ON (ACL) )
MINUS ( UNPACK r2 ON (ACL) ) ) ON (ACL).
Pretpostavimo da je ACL prazan niz atributa. Tada U MINUS postaje izraz USING ( ) : r1
MINUS r2, odnosno:
PACK ( ( UNPACK r1 ON ( ) )
MINUS ( UNPACK r2 ON ( ) ) ) ON ( ).
Prisjetimo se da smo prije definirali da je UNPACK r ON ( ) i PACK r ON ( ) samo r. Dakle,
cijeli izraz se mozˇe reducirati na samo: r1 MINUS r2. Drugim rijecˇima, regularni relacijski
operator MINUS je poseban slucˇaj od U MINUS. To nam omoguc´uje da redefiniramo
sintaksu regularnog operatora MINUS kako slijedi. Izraz [ USING (ACL) : ] je opcionalan:
[ USING (ACL) : ] r1 MINUS r2.
Prethodna zapazˇanja mogu se primijeniti na sve ostale regularne operatore. Regularni ope-
ratori dopusˇtaju, ali ne zahtijevaju, dodatni operand kada se primjenjuju na relacije u ko-
jima se pojavljuju atributi cˇije su vrijednosti intervali. Zakljucˇujemo da su U operatori
tek poopc´enja svojih regularnih analogona.
Na kraju, potrebno je istaknuti da je operator UNPACK kljucˇna konceptualna komponenta
nasˇeg pristupa upravljanju temporalnim podacima u relacijskom modelu za bazu podataka.
Poglavlje 2
Napredni koncepti temporalnih baza
podataka
2.1 Oblikovanje temporalnih baza podataka
Relacije S DURING i SP DURING omoguc´ile su nam da uocˇimo potrebu za posebnim
tipom podataka u temporalnim bazama podataka, intervalima, te za posebnim operatorima
za upravljanje takvim podacima. Medutim, te su relacije iznimno jednostavne strukture,
zato se u nastavku okrec´emo originalnoj netemporalnoj bazi podataka s relacijama S i SP.
Slijedi prikaz definicija originalnih relacija:
VAR S BASE RELATION
{ SNO SNO, SNAME NAME, STATUS INTEGER, CITY CHAR }
KEY { SNO } ;
VAR SP BASE RELATION
{ SNO SNO, PNO PNO }
KEY { SNO, PNO }
FOREIGN KEY { SNO } REFERENCES S ;
Pretpostavimo da zˇelimo kreirati temporalne analogone ovih netemporalnih relacija. Naj-
jednostavnije je netemporalnim relacijama dodati odgovarajuc´i atribut koji predstavlja neku
vremensku oznaku. Na primjer, relaciju S prosˇirit c´emo atributom SINCE u slucˇaju polu-
temporalnog oblikovanja ili atributom DURING u slucˇaju temporalnog oblikovanja:
VAR SSSC SINCE BASE RELATION
{ SNO SNO, SNAME NAME, STATUS INTEGER, CITY CHAR, SINCE DATE }
KEY { SNO } ;
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VAR SSSC DURING BASE RELATION
{ SNO SNO, PNO PNO, DURING INTERVAL DATE }
KEY { SNO, PNO, DURING }
FOREIGN KEY { SNO } REFERENCES S ;
Relaciju S preoblikovali smo u relacije SSSC SINCE i SSSC DURING. U nastavku c´emo
koristiti nazive since relacija i during relacija kako bismo se referirali na relacije poput
prethodnih. Intuitivno, since relacija je relacija koja sadrzˇi podatke koji trenutacˇno vrijede,
a during relacija je relacija koja sadrzˇi povijesne podatke. Nije tesˇko primijetiti da su
relacije SSSC SINCE i SSSC DURING obje losˇe oblikovane. Jednostavno dodavanje
atributa koji predstavlja neku vremensku oznaku netemporalnoj relaciji nije dobar nacˇin
temporalnog dizajniranja. Postoje tri razlicˇita pristupa temporalnom oblikovanju: samo
since relacije, samo during relacije, ili kombinacija prethodnih. U praksi se mozˇe koristiti
bilo koja kombinacija, no u literaturi se najcˇesˇc´e proucˇava pristup koji se temelji na samo
during relacijama.
Samo since relacije
Relacija SSSC SINCE je polutemporalna i sadrzˇi podatke koji trenutacˇno vrijede, no ta ka-
rakterizacija nije u potpunosti tocˇna. Takve relacije mogu sadrzˇavati neku vrstu informacija
o prosˇlosti i buduc´nosti. Relaciju SSSC SINCE mozˇemo opisati sljedec´im predikatom:
1. Dobavljacˇ SNO je pod ugovorom od dana SINCE.
2. Dobavljacˇ SNO se zove SNAME od dana SINCE.
3. Dobavljacˇ SNO ima status STATUS od dana SINCE.
4. Dobavljacˇ SNO se nalazi u gradu CITY od dana SINCE.
Odmah iz formulacije predikata trebalo bi biti jasno da relacija nije dobro oblikovana. Na
primjer, pretpostavimo da promatrana relacija sadrzˇi sljedec´i redak:
SNO SNAME STATUS CITY SINCE
S1 Smith 20 London d04
Takoder, pretpostavimo da je danas dan 10 te da se status dobavljacˇa S1 mora promijeniti
u 30. Tada prethodni redak moramo zamijeniti sljedec´im:
SNO SNAME STATUS CITY SINCE
S1 Smith 30 London d10
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Izmedu ostaloga, izmjenom retka izgubili smo informaciju da se dobavljacˇ S1 od dana
4 nalazio u Londonu. Trebalo bi biti jasno da je relacija SSSC SINCE definirana tako da
nije u moguc´nosti prikazivati bilo koje informacije o dobavljacˇu koje prethode danu zadnje
promjene. No taj se problem mozˇe lako rijesˇiti tako da postojec´i atribut SINCE zamijenimo





CITY, CITY SINCE }
KEY { SNO }.
Sada relaciju SSSC SINCE mozˇemo opisati ovim predikatom: Dobavljacˇ SNO je pod
ugovorom od dana SNO SINCE, zove se SNAME od dana SNAME SINCE, ima status
STATUS od dana STATUS SINCE i nalazi se u gradu CITY od dana CITY SINCE. Slijedi
tipicˇni primjer retka u skladu s prethodnim predikatom za relaciju SSSC SINCE:
SNO SNO SINCE SNAME SNAME SINCE
S1 d04 Smith d04
STATUS STATUS SINCE CITY CITY SINCE
30 d10 London d04
Prethodni redak izmedu ostaloga prikazuje da dobavljacˇ S1 ima status 30 od dana 10, ali i
da se nalazi u Londonu od dana 4. Tako smo rijesˇili problem promjene statusa. Naravno,
cˇak i s promijenjenim dizajnom ova relacija reprezentira samo informacije koje trenutacˇno
vrijede buduc´i da je ta baza podataka ipak samo polutemporalna. Na primjer, ako se na
dan 10 status dobavljacˇa S1 promijeni u 30, tada redak s vrijednostima STATUS = 20 i
STATUS SINCE = d04, moramo zamijeniti drugim retkom s vrijednostima STATUS = 30
i STATUS SINCE = d10. Tako smo izgubili informaciju da je status dobavljacˇa S1 iznosio
20 od dana 4 do dana 9. Drugim rijecˇima, polutemporalni dizajn baze podataka ne mozˇe
reprezentirati cˇisto povijesne informacije. Tu mislimo na informacije koje su vrijedile u
prosˇlosti, ali sada visˇe ne, no ako je danas dan 10 i relacija pokazuje da se dobavljacˇ S1
nalazi u Londonu od dana 4, tada ona ocˇito sadrzˇi neku vrstu povijesne informacije.
Istaknimo josˇ neke zakljucˇne opaske:
1. Za svaki atribut u relaciji nije nuzˇno imati i odgovarajuc´i SINCE atribut. Na pri-
mjer, ako se ime dobavljacˇa nikada ne mijenja, ili se mijenja, ali nas te promjene ne
zanimaju, tada atribut SNAME SINCE ocˇito nije potreban.
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2. Ako je vrijednost atributa SNO SINCE u nekom retku iz SSSC SINCE jednaka
d, te ako je vrijednost nekog drugog since atributa u istom retku jednaka d", tada
mora vrijediti da je d"≥ d. Dakle, pretpostavljamo da relacija ne sadrzˇi podatke koji
prethode danu od kada je ugovor postao vazˇec´i.
3. Relacija SSSC SINCE sadrzˇi podatke koji trenutacˇno vrijede, no ona mozˇe sadrzˇavati
i podatke koji se eksplicitno odnose na buduc´nost. Na primjer, vrijednost atributa
SNO SINCE mozˇe biti neki buduc´i datum d koji indicira da c´e dobavljacˇ biti pod
ugovorom na taj dan u buduc´nosti. Atributu SNO SINCE bi u tom slucˇaju bolje
odgovaralo ime SNO FROM.
4. Relacije poput SSSC SINCE nuzˇno sadrzˇe podatke koji se implicitno odnose na
buduc´nost. Na primjer, ako relacija sadrzˇi redak koji kazuje da je dobavljacˇ S1 pod
ugovorom od dana 4, to znacˇi da c´e dobavljacˇ S1 biti pod ugovorom od dana 4 do
zadnjega dana. Dakle, stvarno vrijeme je interval od dana 4 do zadnjega dana.
5. Sve informacije koje su vezane uz dobavljacˇa S1 bit c´e izbrisane iz baze podataka
kada ugovor prestane vrijediti. Bilo koje stvarno vrijeme koje ukljucˇuje interval
kojemu zavrsˇna tocˇka nije kraj vremena ili ukljucˇuje dva ili visˇe razlicˇitih intervala,
ne mozˇe biti reprezentirano u bazi podataka koja je polutemporalna. Dakle, stvarna
vremena oblika { [d10:d25] } nisu moguc´a.
Samo during relacije
During relacije intuitivno mozˇemo shvatiti kao relacije koje sadrzˇe povijesne informacije,
no one mogu sadrzˇavati i eksplicitne informacije koje se odnose na buduc´nost (kao i na
prosˇlost). Na primjer, relacija SSSC DURING mozˇe sadrzˇavati redak koji pokazuje da je
dobavljacˇ Sx pod ugovorom od dana di do dana dj, gdje su di i dj neki datumi u buduc´nosti.
Ako je dj u buduc´nosti, a di u prosˇlosti ili je danasˇnji datum, tada relacija sadrzˇi i podatke
koji trenutacˇno vrijede.
Predikat za relaciju SSSC DURING glasi: DURING predstavlja maksimalni vremenski
interval tijekom kojeg su sljedec´e tvrdnje istinite:
1. Dobavljacˇ SNO je pod ugovorom.
2. Dobavljacˇ SNO se zove SNAME.
3. Dobavljacˇ SNO ima status STATUS.
4. Dobavljacˇ SNO se nalazi u gradu CITY.
Kao i u slucˇaju relacije SSSC SINCE, iz formulacije predikata trebalo bi biti jasno da rela-
cija SSSC DURING nije dobro oblikovana. Promjene koje c´emo uvesti drasticˇnije su nego
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u slucˇaju relacije SSSC SINCE. During relacije moramo podvrgnuti vertikalnoj i/ili hori-
zontalnoj dekompoziciji. Vertikalna dekompozicija odnosi se na cˇinjenicu da se razlicˇiti
atributi istog entiteta razlikuju na nekoj razini. Horizontalna dekompozicija temelji se na
cˇinjenici da postoje logicˇke razlike izmedu trenutnih i povijesnih podataka. Na primjer,
pretpostavimo da relacija SSSC DURING sadrzˇi sljedec´i redak:
SNO SNAME STATUS CITY DURING
S2 Jones 10 Pariz [d02:d04]
Tada iz prethodnog retka mozˇemo isˇcˇitati da je dobavljacˇ S2 bio pod ugovorom, zvao se
Jones, imao status 10 i nalazio se u Parizu tijekom istog perioda [d02:d04]. Ova situacija
je mozˇda moguc´a, no sigurno nije uobicˇajena u praksi. Primjerenije je da su ti intervali
razlicˇiti. Atribut DURING predstavlja vremensku oznaku za kombinaciju cˇetiri samos-
talna predikata umjesto jednog, zato c´emo originalnu relaciju SSSC DURING zamijeniti
cˇetirima relacijama s vlastitim vremenskim oznakama kako je prikazano u nastavku. Skica:
S DURING { SNO, DURING } KEY { SNO, DURING }
S NAME DURING { SNO, SNAME, DURING } KEY { SNO, DURING }
S STATUS DURING { SNO, STATUS, DURING } KEY { SNO, DURING }
S CITY DURING { SNO, CITY, DURING } KEY { SNO, DURING }.
Prethodni primjer prikazuje vertikalnu dekompoziciju relacije SSSC DURING. U skladu
s tom dekompozicijom relacija S DURING prikazuje kada su koji dobavljacˇi pod ugovo-
rom; relacija S NAME DURING prikazuje kada su koji dobavljacˇi imali odredeno ime;
relacija S STATUS DURING prikazuje kada su koji dobavljacˇi imali odredeni status; te
relacija S CITY DURING prikazuje kada su koji dobavljacˇi bili smjesˇteni u nekom gradu.











Primijetimo da je rezultat dekompozicije relacija S DURING koju smo upoznali u pret-
hodnom poglavlju. Relacija S DURING zapravo nije potrebna u ovom pristupu za obliko-
vanje temporalnih baza podataka buduc´i da se sve informacije koje sadrzˇi mogu izvesti iz
preostalih relacija. Medutim, radi potpunosti je ukljucˇujemo u nasˇ dizajn.
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Sˇesta normalna forma
Teorija normalizacije zasnovana je na pojmu normalnih formi. U [2] je opisano: Svaka
normalna forma predstavlja odredeni zahtjev na kvalitetu koji bi relacija trebala zadovolja-
vati. Zahtjevi su strozˇi sˇto je normalna forma visˇa.
Vertikalna dekompozicija relacije SSSC DURING u cˇetiri zasebne relacije podsjec´a na
klasicˇnu normalizaciju. Tocˇnije, vertikalna dekompozicija podudara se s klasicˇnom teori-
jom normalizacije u pogledu dekompozicijskog operatora (projekcija) i pripadnog kom-
pozicijskog operatora (JOIN). Ideja dekompozicije relacija motivirana je zˇeljom za reduk-
cijom na ireducibilne komponente. Dakle, cilj je izvrsˇiti dekompoziciju relacije na njene
projekcije tako da sve informacije iz relacije ostanu sacˇuvane. U netemporalnim bazama
podataka potreba za redukcijom relacija je malena, no u slucˇaju temporalnih baza podataka
ona je mnogo izrazˇenija. Na primjer, ime dobavljacˇa, status i grad razlikuju se ovisno o
vremenu. Moguc´e je i da se ime dobavljacˇa gotovo nikada ne mijenja, lokacija se mijenja
povremeno, a status relativno cˇesto. Bilo bi prilicˇno nezgodno svaki put ponavljati podatke
o imenu i gradu kada se status dobavljacˇa promijeni, a i povijest imena, povijest statusa te
povijest grada za pojedinog dobavljacˇa su vjerojatno zanimljiviji koncepti nego gledajuc´i
povijest kombinacije ime–status–grad. Iz tih razloga potrebna je vertikalna dekompozicija.
Takoder, nakon vertikalne dekompozicije relacije zanimljiviji upiti mogu se laksˇe izraziti,
no oni manje zanimljivi tezˇe.
Osvrnimo se sada na petu normalnu formu koja je u klasicˇnoj teoriji normalizacije pos-
ljednja normalna forma. Peta normalna forma temelji se na konceptu ovisnosti spoja (engl.
join dependency) koji definiramo u nastavku.
Definicija 2.1.1. Neka je H zaglavlje neke relacije. Tada je ovisnost spoja (JD) obzirom
na H izraz oblika Z{X1, X2, . . . , Xn}, gdje su X1, X2, . . . , Xn neprazni podskupovi od H
cˇija je unija jednaka H. X1, X2, . . . , Xn nazivamo komponentama od JD.
Neki primjeri ovisnosti spoja u skladu sa zaglavljem relacije S iz uvodnog poglavlja:
1. Z{ { SNO, SNAME }, { SNO, STATUS }, { SNO, CITY } }
2. Z{ { SNO, SNAME, STATUS }, { SNAME, CITY } }
3. Z{ { SNO, SNAME, CITY }, { CITY, STATUS } }
Definicija 2.1.2. Neka je r relacija sa zaglavljem H i neka je J ovisnost spoja obzirom na
H Z{X1, X2, . . . , Xn}. Ako je r jednaka prirodnom spoju njenih projekcija na X1, X2, . . . ,
Xn, tada kazˇemo da r zadovoljava J; inacˇe r ne zadovoljava J. (Ovdje mislimo na n–arnu
verziju operatora JOIN.)
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Na primjer, relacija S iz uvodnog poglavlja zadovoljava ovisnost spoja: Z{ { SNO, SNAME
}, { SNO, STATUS }, { SNO, CITY } }, ali ne zadovoljava ovisnost spoja: Z{ { SNO,
SNAME, CITY }, { CITY, STATUS } }.
Definicija 2.1.3. Neka je r relacija sa zaglavljem H. Kazˇemo da je r u petoj normalnoj
formi (oznaka: 5NF) ako i samo ako svaka netrivijalna ovisnost spoja obzirom na H koju
r zadovoljava ima svojstvo da sve njene komponente sadrzˇe kljucˇ od r. (Ovisnost spoja je
trivijalna ako i samo ako barem jedna njena komponenta u cijelosti sadrzˇi zaglavlje H.)
Na primjer, relacija SSSC DURING je u petoj normalnoj formi.
Sˇesta normalna forma je u teoriju normalizacije uvedena 2002. godine i od posebne je
vazˇnosti za temporalne baze podataka. Prvi su je definirali C. J. Date, Hugh Darwen i Nikos
A. Lorentzos. Operatore U PROJECT i U JOIN definirali smo kao generalizirane verzije
projekcije i operatora JOIN. Analogno, postoje poopc´enja pojmova koje smo prethodno
predstavili.
Definicija 2.1.4. Neka su H zaglavlje neke relacije te ACL niz atributa koji su komponente
od H i cˇije su vrijednosti intervali. Tada je U JD (od engl. U join dependency) obzirom
na ACL i H izraz oblika USING (ACL) :Z{X1, X2, . . . , Xn}, gdje su X1, X2, . . . , Xn neprazni
podskupovi od H cˇija je unija jednaka H. X1, X2, . . . , Xn nazivamo komponentama od
U JD.
Definicija 2.1.5. Neka je r relacija sa zaglavljem H i neka je UJ U JD obzirom na ACL i
H: USING (ACL) : Z{X1, X2, . . . , Xn}. Ako je r jednaka prirodnom spoju njenih projekcija
na X1, X2, . . . , Xn, tada kazˇemo da r zadovoljava UJ; inacˇe r ne zadovoljava UJ. (Ovdje
mislimo na operatore U =, U PROJECT i n–arnu verziju operatora U JOIN.)
Na primjer, relacija SSSC DURING zadovoljava U JD: USING (DURING) :Z{ S DURING,
S NAME DURING, S STATUS DURING, S CITY DURING }, gdje imena S DURING,
S NAME DURING, S STATUS DURING, S CITY DURING oznacˇavaju odgovarajuc´e
projekcije obzirom na DURING:
S DURING
def
= USING (DURING) : SSSC DURING { SNO, DURING },
S NAME DURING
def
= USING (DURING) : SSSC DURING { SNO, SNAME, DURING },
S STATUS DURING
def
= USING (DURING) : SSSC DURING { SNO, STATUS, DURING },
S CITY DURING
def
= USING (DURING) : SSSC DURING { SNO, CITY, DURING }.
POGLAVLJE 2. NAPREDNI KONCEPTI 48
Buduc´i da relacija SSSC DURING zadovoljava prethodni U JD, slijedi da je dekompozi-
cija od SSSC DURING na gornje cˇetiri U projekcije takva da su sacˇuvane sve informacije
iz SSSC DURING. Uocˇimo da je klasicˇna ovisnost spoja ili JD poseban slucˇaj poopc´ene
verzije U JD, stoga u nastavku mozˇemo koristiti pojam ovisnost spoja kako bismo se refe-
rirali na obje. Medutim, uglavnom mislimo na generaliziranu verziju.
Definicija 2.1.6. Relacija r je u sˇestoj normalnoj formi (oznaka: 6NF) ako i samo ako
je svaka ovisnost spoja koju r zadovoljava trivijalna. (Ovisnost spoja je trivijalna ako i
samo ako je barem jedna njena komponenta u cijelosti jednaka odgovarajuc´em zaglavlju
relacije.)
Iz prethodne definicije odmah slijedi: Ako je relacija u 6NF, ona je i u 5NF. Uocˇimo
da relacija SSSC DURING nije u 6NF jer postoji ovisnost spoja koju SSSC DURING
zadovoljava (kao u prosˇlom primjeru), ali sigurno nije trivijalna:
USING (DURING) :
Z{ S DURING, S NAME DURING, S STATUS DURING, S CITY DURING }.
Konacˇno, u literaturi se predlazˇe da se temporalne relacije poput SSSC DURING koje nisu
u 6NF bez gubitka informacija dekomponiraju u U projekcije koje jesu. U nasˇem slucˇaju,
pripadne U projekcije od SSSC DURING su relacije S DURING, S NAME DURING,
S STATUS DURING i S CITY DURING koje su sve u 6NF.
Koncept sada
U prethodnim razmatranjima pretpostavljali smo da se vremenski intervali u during relaci-
jama protezˇu od neke tocˇke b do neke tocˇke e, gdje je b ≤ e. Te relacije nisu sadrzˇavale eks-
plicitne podatke koji se odnose na buduc´nost, odnosno b i e nisu bili u buduc´nosti. Takoder,
pretpostavljali smo da je sadasˇnjost reprezentirana nekom eksplicitnom vrijednosˇc´u, npr.
d10. Ta pretpostavka uopc´e nije razumna jer sugerira, na primjer, da se u ponoc´ na dan
10 sve vrijednosti d10, koje reprezentiraju sadasˇnjost, zamijene vrijednosˇc´u d11. Dakle,
ta pretpostavka zahtijeva da se baza podataka odgovarajuc´e azˇurira. Ako su vremenski in-
tervali finije strukture, takva azˇuriranja mogla bi se izvrsˇavati svake milisekunde. Takoder,
upotreba eksplicitne vrijednosti poput d10 je dvosmislena jer ne postoji nacˇin da utvrdimo
oznacˇava li uistinu dan 10 ili se pretpostavlja da znacˇi do daljnjega kao u vec´ini prethod-
nih primjera. U literaturi se ponekad predlazˇe upotreba posebne oznake koju c´emo nazvati
NOW. Osnovna je ideja dopustiti upotrebu te varijable kada je zˇeljena interpretacija upravo
do daljnjega. S druge strane, mnogi istrazˇivacˇi temporalnih baza podataka smatraju da je
uvodenje varijable NOW vrlo nerazumno i da odudara od osnovnih relacijskih principa. U
nastavku navodimo neka pitanja koja proizlaze iz upotrebe varijable NOW:
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1. Pretpostavimo da u relaciji S DURING postoji jedinstveni redak za dobavljacˇa S1
gdje je vrijednost atributa DURING interval [d04:NOW]. Tada bi rezultat upita:
Kada ugovor dobavljacˇa S1 prestaje vrijediti?, trebao biti NOW u smislu: Vrijedi do
daljnjega. Ako sustav za upravljanje bazom podataka evaluira taj NOW u trenutku
kada je upit izvrsˇen i vrati vrijednost, npr. d20, tada je taj odgovor ocˇito netocˇan jer
ugovor dobavljacˇa S1 josˇ uvijek vrijedi. Postavlja se pitanje koju vrijednost dodijeliti
varijabli NOW.
2. Pretpostavimo da je t redak koji sadrzˇi interval [NOW:d12] i da je danas dan 9. Tada
redak t mozˇemo zamisliti kao pokratu za cˇetiri razlicˇita retka koji sadrzˇe intervale
oblika [d09:d09], [d10:d10], [d11:d11] i [d12:d12]. Kada nastupi ponoc´ na dan 9,
tada c´e se prvi od tih redaka automatski izbrisati. Slicˇno za dan 10 i 11, no sˇto c´e se
tocˇno dogoditi u ponoc´ na dan 12?
3. Koji je rezultat usporedbe d15 = NOW?
4. Koje su povratne vrijednosti izraza NOW−1 i NOW+1?
5. Ako su i1 i i2 intervali [d01:NOW] i [d05:d10], u kakvom su odnosu i1 i i2?
Gotovo je nemoguc´e dati suvisle odgovore na ova pitanja, zato se okrec´emo pristupu obli-
kovanju koji se ne oslanja na takve koncepte. Naravno, ako se ogranicˇimo na temporalno
oblikovanje koje se sastoji od samo during relacija, tada moramo uvesti neku oznaku koju
c´emo interpretirati kao do daljnjega. Ako ponovno razmotrimo upit sa zavrsˇetkom ugo-
vora, sukladno prethodnom mozˇemo izrazu END (DURING) dodijeliti umjetnu vrijednost
zadnji dan. Tada c´e korisnik tu vrijednost interpretirati kao do daljnjega. Sada mozˇemo
iskljucˇiti pretpostavku da interval [b:e] nije takav da su b i e u buduc´nosti.
Kombinacija since i during relacija
Dosad smo predstavili dva pristupa temporalnom oblikovanju. Prvi se temelji na samo
since relacijama, a drugi na samo during relacijama. U oba pristupa susrec´emo se s
odredenim problemima. Problem u prvom pristupu je nemoguc´nost cˇuvanja cˇisto povi-
jesnih zapisa, a u drugom pristupu problem je koncept sada za koji ne postoji adekvatno
rjesˇenje. U nastavku predstavljamo pristup koji se temelji na kombinaciji since i during
relacija. Uocˇimo da postoji jasna razlika izmedu trenutnih i povijesnih informacija. U po-
vijesnim informacijama poznate su pocˇetna i zavrsˇna tocˇka, a u trenutnim informacijama
poznata je samo pocˇetna tocˇka. Ta razlika nam sugerira da bismo trebali imati relacije koje
biljezˇe trenutno stanje i relacije koje biljezˇe povijest. Ako primijenimo ovaj pristup, tada
je skica pocˇetnog primjera kao u nastavku:
S SINCE { SNO, SNO SINCE, SNAME, SNAME SINCE,
STATUS, STATUS SINCE, CITY, CITY SINCE } KEY { SNO }
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S DURING { SNO, DURING } KEY { SNO, DURING }
S NAME DURING { SNO, SNAME, DURING } KEY { SNO, DURING }
S STATUS DURING { SNO, STATUS, DURING } KEY { SNO, DURING }
S CITY DURING { SNO, CITY, DURING } KEY { SNO, DURING }.
Relacija S SINCE je jedina since relacija i u potpunosti je jednaka relaciji SSSC SINCE
iz Samo since relacije. Uocˇimo da je relacija S SINCE u 5NF, ali ne i u 6NF. Ostale rela-
cije su during relacije i odgovaraju relacijama koje smo predstavili u Samo during relacije,
samo sˇto ovdje sigurno ne sadrzˇe retke s intervalima u kojima se zavrsˇna tocˇka mozˇe inter-
pretirati kao do daljnjega. Takve informacije sada sadrzˇi samo relacija S SINCE. Podjela
temporalnih podataka na since i during dijelove, na nacˇin koji smo maloprije opisali, na-
ziva se horizontalnom dekompozicijom. Ako pretpostavimo da na pocˇetku imamo relaciju
SSSC DURING koja sadrzˇi podatke koji se odnose na prosˇlost, sadasˇnjost i buduc´nost,
tada proces horizontalne dekompozicije mozˇemo opisati prvim dvama koracima, a konacˇni
dizajn dobivamo primjenom trec´eg:
1. Uvedi since relaciju S SINCE s atributima koji odgovaraju atributima u relaciji
SSSC DURING, osim atributa DURING.
2. Svakom atributu u S SINCE pridruzˇi odgovarajuc´i atribut SINCE.
3. Relaciju SSSC DURING vertikalno dekomponiraj u 6NF projekcije. U ovom ko-
raku relacija SSSC DURING sadrzˇi samo povijesne informacije.
Dosad smo razmatrali samo relaciju koja opisuje dobavljacˇe. U skladu sa zadnjim pristu-
pom temporalnom oblikovanju slijedi skica preporucˇenog dizajna za posˇiljke:
SP SINCE { SNO, PNO, SINCE }
KEY { SNO }
FOREIGN KEY { SNO } REFERENCES S SINCE
SP DURING { SNO, PNO, DURING }
KEY { SNO, DURING }.
Primijenili smo horizontalnu dekompoziciju kako je opisano, a buduc´i da su ove relacije
obje u 6NF, vertikalna dekompozicija nije potrebna.
Zakljucˇno, koji pristup temporalnom oblikovanju odabrati, ovisi o danoj situaciji. Opc´enito
se predlazˇe pristup koji kombinira since i during relacije. Tada treba postupati u skladu sa
sljedec´im: Preporucˇa se horizontalna dekompozicija pocˇetne relacije kako bi se odvojile
trenutne i povijesne informacije. Predlazˇe se da se sve since relacije normaliziraju u skladu
s klasicˇnom teorijom normalizacije do 5NF. Na kraju, preporucˇa se vertikalna dekompozi-
cija svih during relacija u ireducibilne 6NF komponente.
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2.2 U KEY
U nastavku se bavimo ogranicˇenjima za cˇuvanje integriteta temporalne baze podataka.
Pretpostavimo da je baza podataka o dobavljacˇima i posˇiljkama oblikovana u skladu s pris-
tupom koji kombinira since i during varijable. Tada baza podataka sadrzˇi sedam relacija:
S SINCE, S DURING, S NAME DURING, S STATUS DURING, S CITY DURING,
SP SINCE i SP DURING. Bez smanjenja opc´enitosti, izbacimo parove atributa { SNAME,
SNAME SINCE } i { CITY, CITY SINCE } iz S SINCE te relacije S NAME DURING i
S CITY DURING u cijelosti. Skica baze podataka slijedi u nastavku (izostavljena su sva
ogranicˇenja, osim onih koja se odnose na kljucˇeve i strane kljucˇeve):
S SINCE { SNO, SNO SINCE, STATUS, STATUS SINCE }
KEY { SNO }
SP SINCE { SNO, PNO, SINCE }
KEY { SNO, PNO }
FOREIGN KEY { SNO } REFERENCES S SINCE
S DURING { SNO, DURING }
KEY { SNO, DURING }
S STATUS DURING { SNO, STATUS, DURING }
KEY { SNO, DURING }
SP DURING { SNO, PNO, DURING }
KEY { SNO, PNO, DURING }
Navodimo predikate za relacije iz pojednostavljenog prikaza:
1. S SINCE: Dobavljacˇ SNO je pod ugovorom od dana SNO SINCE i ima status STA-
TUS od dana STATUS SINCE.
2. SP SINCE: Dobavljacˇ SNO je u moguc´nosti dostavljati posˇiljke klijentu PNO od
dana SINCE.
3. S DURING: DURING oznacˇava maksimalni interval tijekom kojeg je dobavljacˇ
SNO bio pod ugovorom.
4. S STATUS DURING: DURING oznacˇava maksimalni interval tijekom kojeg je
dobavljacˇ SNO imao status STATUS.
5. SP DURING: DURING oznacˇava maksimalni interval tijekom kojeg je dobavljacˇ
SNO bio u moguc´nosti dostavljati posˇiljke klijentu PNO.
U temporalnim bazama podataka, poput one koju ovdje promatramo, mogu se pojaviti tri
problema ako izostavimo odgovarajuc´a ogranicˇenja za cˇuvanje integriteta. Radi se o pro-
blemima redundancije, okolisˇanja i kontradikcije.
Promotrimo relaciju S STATUS DURING. Slijedi formalna definicija u jeziku Tutorial D:
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VAR S STATUS DURING BASE RELATION
{ SNO SNO, STATUS INTEGER, DURING INTERVAL DATE }
KEY { SNO, DURING } ;
Prvo ilustiramo problem redundancije. Ogranicˇenje koje se odnosi na kljucˇ, KEY, je logicˇki
ispravno, ali nije u potpunosti prikladno jer omoguc´uje da relacija S STATUS DURING





Jasno je da prethodna dva retka sadrzˇe redundanciju, odnosno oba kazuju da je status do-
bavljacˇa S4 na dan 5 jednak 25. Pojava tih redaka je jednaka losˇa kao i pojava duplikata u
relaciji. Dakle, htjeli bismo ta dva retka zamijeniti sljedec´im:
SNO STATUS DURING
S4 25 [d04:d06]
Primijetimo da je zadnji redak pakirana verzija prva dva.
Nadalje, ilustriramo problem okolisˇanja. Ogranicˇenje koje se odnosi na kljucˇ nije prikladno
iz josˇ jednoga razloga. Naime, ono ne sprjecˇava da relacija S STATUS DURING sadrzˇi





Ovdje je prisutno odredeno okolisˇanje u smislu da dva retka kazuju nesˇto sˇto bi se bolje
izrazilo samo jednim pakiranim retkom:
SNO STATUS DURING
S4 25 [d04:d06]
Kako bismo rijesˇili probleme redundancije i okolisˇanja, koje smo prethodno opisali, mo-
ramo uvesti sljedec´e ogranicˇenje: Ako u bilo kojem trenutku relacija S STATUS DURING
sadrzˇi dva retka koja se podudaraju, osim u vrijednostima atributa DURING i1 i i2, tada
i1 MERGES i2 ne smije biti istinito. Ogranicˇenje c´emo uvesti tako da osiguramo da je
relacija S STATUS DURING cijelo vrijeme pakirana na atribut DURING. U literaturi [1]
predlazˇe se nova specifikacija PACKED ON sa sintaksom PACKED ON (ACL), gdje je
ACL niz atributa kao i prije:
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VAR S STATUS DURING BASE RELATION
{ SNO SNO, STATUS INTEGER, DURING INTERVAL DATE }
PACKED ON (DURING)
KEY { SNO, DURING } ;
Specifikacija PACKED ON (DURING) ovdje implicira da c´e svi pokusˇaji azˇuriranja re-
lacije na nacˇin da krajnji rezultat nije pakiran na atribut DURING biti odbijeni. Tako se
rjesˇavaju problemi redundancije i okolisˇanja.
Na kraju, ilustriramo problem kontradikcije. Ogranicˇenja PACKED ON i KEY zajedno
nisu dovoljna za cˇuvanje integriteta relacije S STATUS DURING. Naime, ona ne sp-





Iz prethodnih redaka isˇcˇitavamo informaciju da je status dobavljacˇa S4 jednak 10 i 25 na
dane 5 i 6. Naravno, takva situacija je nemoguc´a, stoga imamo kontradikciju. Kako bismo
izbjegli kontradikcije poput prethodne, moramo uvesti dodatno ogranicˇenje: Ako u bilo
kojem trenutku relacija S STATUS DURING sadrzˇi dva retka u kojima se podudaraju
vrijednosti atributa SNO, a razlikuju vrijednosti atributa STATUS, tada njihove vrijednosti
atributa DURING i1 i i2 moraju biti takve da i1 OVERLAPS i2 nije istinito. Kljucˇno je
uocˇiti da je { SNO, DURING } kljucˇ za raspakiranu formu relacije S STATUS DURING
buduc´i da dobavljacˇ pod ugovorom ima tocˇno jedan status u nekom trenutku. Kao rjesˇenje
problema kontradikcije u literaturi [1] predlazˇe se nova specifikacija WHEN / THEN sa
sintaksom kao u nastavku:
VAR S STATUS DURING BASE RELATION
{ SNO SNO, STATUS INTEGER, DURING INTERVAL DATE }
PACKED ON (DURING)
WHEN UNPACKED ON (DURING) THEN KEY { SNO, DURING }
KEY { SNO, DURING } ;
Specifikacija WHEN UNPACKED ON (DURING) THEN KEY { SNO, DURING } impli-
cira da c´e svaki pokusˇaj azˇuriranja relacije na nacˇin da raspakirana forma rezultata narusˇava
funkcionalnu ovisnost { SNO, DURING } → { STATUS } biti odbijen. Ogranicˇenja WHEN
/ THEN, PACKED ON i KEY zajedno su dovoljne da rijesˇe probleme koje smo ovdje opi-
sali. U praksi se cˇesto koriste temporalne relacije poput relacije S STATUS DURING na
koje se primjenjuju navedena ogranicˇenja. Zato se predlazˇe sintaksa koja kombinira funk-
cionalnost svih triju ogranicˇenja: USING (ACL) : KEY { K }, gdje je K kljucˇ, a ACL niz
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atributa iz K. Ovdje { K } krac´e nazivamo U KEY. Prethodna specifikacija je pokrata za
sljedec´e:
PACKED ON (ACL)
WHEN UNPACKED ON (ACL) THEN KEY { K }
KEY { K }.
Sada definiciju relacije S STATUS DURING mozˇemo zapisati na sljedec´i nacˇin:
VAR S STATUS DURING BASE RELATION
{ SNO SNO, STATUS INTEGER, DURING INTERVAL DATE }
USING (DURING) : KEY { SNO, DURING } ;
Lako se uvjeriti da su regularne specifikacije oblika KEY { K } pokrata za specifikaciju
oblika USING ( ) : KEY { K }. Dakle, regularna ogranicˇenja KEY su poseban slucˇaj
prethodno predlozˇene sintakse. U skladu s tim mozˇemo redefinirati sintaksu regularne
specifikacije KEY: [ USING (ACL) : ] KEY { K }. Izraz u [ . . . ] je opcionalan, a mozˇemo
ga izostaviti ako i samo ako je ACL prazan. Tada svaki kljucˇ postaje U KEY.
Napomena 2.2.1. Ogranicˇenje WHEN . . . THEN KEY { K } nema logicˇki utjecaj na rela-
ciju r ako je K cijelo zaglavlje od r. Ogranicˇenje PACKED ON (ACL) nema logicˇki utjecaj
na relaciju r ako je skup atributa iz r koji nije ukljucˇen u ACL slozˇen kljucˇ od r o kojem su
potpuno funkcionalno ovisni svi ostali atributi.
Primijetimo da su ogranicˇenja WHEN UNPACKED ON (DURING) : KEY { SNO, DU-
RING } i WHEN UNPACKED ON (DURING) : KEY { SNO, PNO, DURING } trivijalna
u skladu s Napomenom 2.2.1.
Razmotrimo ukratko slucˇaj stranih U kljucˇeva. Ako se baza podataka sastoji od samo
during relacija, tada definicija bilo koje relacije r2 smije sadrzˇavati sljedec´u specifikaciju:
USING (ACL) : FOREIGN KEY { FK } REFERENCES r1.
Znacˇenje specifikacije je sljedec´e: Ako su relacije r1 i r2 obje raspakirane na atribute na-
vedene u ACL, tada FK predstavlja strani kljucˇ u r2 i U KEY u relaciji r1.
U nastavku predstavljamo utjecaj prethodnog razmatranja na skicu baze podataka s pocˇetka
potpoglavlja:
S SINCE { SNO, SNO SINCE, STATUS, STATUS SINCE }
KEY { SNO }
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SP SINCE { SNO, PNO, SINCE }
KEY { SNO, PNO }
FOREIGN KEY { SNO } REFERENCES S SINCE
S DURING { SNO, DURING }
USING (DURING) : KEY { SNO, DURING }
S STATUS DURING { SNO, STATUS, DURING }
USING (DURING) : KEY { SNO, DURING }
SP DURING { SNO, PNO, DURING }
USING (DURING) : KEY { SNO, PNO, DURING }
2.3 Ostala ogranicˇenja za cˇuvanje integriteta
Ovdje razmatramo sva ogranicˇenja za cˇuvanje integriteta temporalne baze podataka o do-
bavljacˇima i posˇiljkama. Ogranicˇimo se ponovno na pojednostavljeni prikaz te baze iz
prethodnog potpoglavlja. Temporalni podaci zahtijevaju posebnu pazˇnju. Cˇesto moraju
zadovoljavati ogranicˇenja koja se odnose na gustoc´u, u smislu da odredeni zahtjevi mo-
raju biti zadovoljeni u svakoj tocˇki nekog intervala. U svrhu jednostavnijeg razumijevanja,
ogranicˇenja zapisana u prirodnom jeziku zvat c´emo zahtjevima, a definicije tih zahtjeva u
formalnom jeziku Tutorial D ogranicˇenjima. U nastavku navodimo zahtjeve koje tempo-
ralni podaci u promatranoj bazi podataka moraju zadovoljavati:
1. Ako baza podataka prikazuje da je dobavljacˇ Sx pod ugovorom na dan d, tada mora
sadrzˇavati tocˇno jedan redak s tim podatkom.
2. Ako baza podataka prikazuje da je dobavljacˇ Sx pod ugovorom na dan d i dan d+1,
tada mora sadrzˇavati tocˇno jedan redak s tim podatkom.
3. Ako baza podataka prikazuje da je dobavljacˇ Sx pod ugovorom na dan d, tada takoder
mora prikazivati da je dobavljacˇ Sx imao neki status na dan d.
Primijetimo da se prvi zahtjev odnosi na problem redundancije, drugi na problem okolisˇanja,
a trec´i na problem gustoc´e koji smo opisali u uvodnom dijelu.
4. Ako baza podataka prikazuje da dobavljacˇ Sx ima neki status na dan d, tada mora
sadrzˇavati tocˇno jedan redak s tim podatkom.
5. Ako baza podataka prikazuje da dobavljacˇ Sx ima isti status na dan d i dan d+1, tada
mora sadrzˇavati tocˇno jedan redak s tim podatkom.
6. Ako baza podataka prikazuje da dobavljacˇ Sx ima neki status na dan d, tada takoder
mora prikazivati da je dobavljacˇ Sx pod ugovorom na dan d.
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Cˇetvrti zahtjev vezan je uz probleme redundancije i kontradikcije, peti uz problem okolisˇanja,
a sˇesti uz problem gustoc´e.
7. Ako baza podataka prikazuje da je dobavljacˇ Sx u moguc´nosti dostavljati posˇiljke
nekom klijentu Py na dan d, tada mora sadrzˇavati tocˇno jedan redak s tim podatkom.
8. Ako baza podataka prikazuje da je dobavljacˇ Sx u moguc´nosti dostavljati posˇiljke
istom klijentu Py na dan d i dan d+1, tada mora sadrzˇavati tocˇno jedan redak s tim
podatkom.
9. Ako baza podatak prikazuje da je dobavljacˇ Sx u moguc´nosti dostavljati posˇiljke
nekom klijentu na dan d, tada takoder mora prikazivati da je dobavljacˇ Sx pod ugo-
vorom na dan d.
Sedmi zahtjev odnosi se na problem redundancije, osmi zahtjev na problem okolisˇanja, a
deveti na problem gustoc´e. U nastavku se bavimo njihovim utjecajem na oblikovanje tem-
poralne baze podataka o dobavljacˇima i posˇiljkama, no primijetimo da se analogoni ovih
devet zahtjeva mogu primijeniti na bilo koju temporalnu bazu podataka.
Promotrimo prvo slucˇaj temporalnog oblikovanja koje se temelji na samo since relacijama.
Tada se baza podataka u pitanju sastoji od dvije since relacije. Buduc´i da se u tim relaci-
jama ne pojavljuju atributi cˇije su vrijednosti intervali, ogranicˇenja PACKED ON i WHEN
/ THEN nisu potrebna:
S SINCE { SNO, SNO SINCE, STATUS, STATUS SINCE }
KEY { SNO }
SP SINCE { SNO, PNO, SINCE }
KEY { SNO, PNO }
FOREIGN KEY { SNO } REFERENCES S SINCE.
Naravno, ova baza podataka je samo polutemporalna. Ne mozˇe sadrzˇavati informacije o
prosˇlosti, no mozˇe one o buduc´nosti. Ako u shemu ukljucˇimo ogranicˇenja na bazu podataka
koja odgovaraju iznesenim zahtjevima, tada je ona potpuno oblikovana:
S SINCE { SNO, SNO SINCE, STATUS, STATUS SINCE }
KEY { SNO }
CONSTRAINT SR6 IS EMPTY
( S SINCE WHERE STATUS SINCE < SNO SINCE ) ;
SP SINCE { SNO, PNO, SINCE }
KEY { SNO, PNO }
FOREIGN KEY { SNO } REFERENCES S SINCE
CONSTRAINT SR9 IS EMPTY
( ( SP SINCE JOIN S SINCE ) WHERE SINCE < SNO SINCE ) ;
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Dalje promatramo slucˇaj temporalnog oblikovanja koje se temelji na samo during relaci-
jama:
S DURING { SNO, DURING }
PACKED ON (DURING)
KEY { SNO, DURING }
S STATUS DURING { SNO, STATUS, DURING }
PACKED ON (DURING)
WHEN UNPACKED ON (DURING) THEN KEY { SNO, DURING }
KEY { SNO, DURING }
SP DURING { SNO, PNO, DURING }
PACKED ON (DURING)
KEY { SNO, PNO, DURING }.
Baza podataka koja se sastoji od samo during relacija je potpuno temporalna. Pretpos-
tavimo da horizontalna dekompozicija nije izvrsˇena, odnosno relacije u ovom oblikova-
nju mogu reprezentirati informacije koje se odnose na prosˇlost, sadasˇnjost i buduc´nost.
SQL pretpostavlja ovakvo oblikovanje temporalne baze podataka. Ako u shemu ukljucˇimo
ogranicˇenja na bazu podataka koja odgovaraju iznesenim zahtjevima, tada je ona potpuno
oblikovana:
S DURING { SNO, DURING }
USING (DURING) : KEY { SNO, DURING }
USING (DURING) : FOREIGN KEY { SNO, DURING }
REFERENCES S STATUS DURING
S STATUS DURING { SNO, STATUS, DURING }
USING (DURING) : KEY { SNO, DURING }
USING (DURING) : FOREIGN KEY { SNO, DURING }
REFERENCES S DURING
SP DURING { SNO, PNO, DURING }
USING (DURING) : KEY { SNO, PNO, DURING }
USING (DURING) : FOREIGN KEY { SNO, DURING }
REFERENCES S DURING.
Preostao je slucˇaj temporalnog oblikovanja koje se temelji na kombinaciji since i during
relacija:
S SINCE { SNO, SNO SINCE, STATUS, STATUS SINCE }
KEY { SNO }
SP SINCE { SNO, PNO, SINCE }
KEY { SNO, PNO }
FOREIGN KEY { SNO } REFERENCES S SINCE
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S DURING { SNO, DURING }
PACKED ON (DURING)
KEY { SNO, DURING }
S STATUS DURING { SNO, STATUS, DURING }
PACKED ON (DURING)
WHEN UNPACKED ON (DURING) THEN KEY { SNO, DURING }
KEY { SNO, DURING }
SP DURING { SNO, PNO, DURING }
PACKED ON (DURING)
KEY { SNO, PNO, DURING }.
Za ovu bazu podataka eksplicitno su navedena ogranicˇenja PACKED i WHEN / THEN.
Zahtjevi koje mora zadovoljavati su slozˇeniji nego prethodno jer se odgovarajuc´a ogranicˇenja
moraju referirati na kombinaciju since i during relacija. Ako u shemu ukljucˇimo ogranicˇenja
na bazu podataka koja odgovaraju iznesenim zahtjevima, tada je ona potpuno oblikovana:
S SINCE { SNO, SNO SINCE, STATUS, STATUS SINCE } KEY { SNO }
SP SINCE { SNO, PNO, SINCE } KEY { SNO, PNO }
FOREIGN KEY { SNO } REFERENCES S SINCE
S DURING { SNO, DURING } USING (DURING) : KEY { SNO, DURING }
S STATUS DURING { SNO, STATUS, DURING }
USING (DURING) : KEY { SNO, DURING }
SP DURING { SNO, PNO, DURING }
USING (DURING) : KEY { SNO, PNO, DURING }
CONSTRAINT BR12 IS EMPTY (
(S SINCE JOIN S DURING) WHERE SNO SINCE ≤ POST (DURING) ) ;
CONSTRAINT BR36 WITH (
t1 B EXTEND S SINCE : { DURING B INTERVAL DATE
( [SNO SINCE : LAST DATE( )] ) },
t2 B t1 { SNO, DURING },
t3 B t2 UNION S DURING,
t4 B EXTEND S SINCE : { DURING B INTERVAL DATE
( [STATUS SINCE : LAST DATE( )] ) },
t5 B t4 { SNO, STATUS, DURING },
t6 B t5 UNION S STATUS DURING,
t7 B t6 { SNO, DURING } ) :
USING (DURING) : t3 = t7 ;
CONSTRAINT BR3X S DURING { SNO } ⊆ S STATUS DURING { SNO } ;
CONSTRAINT BR4 IS EMPTY (
( S SINCE JOIN S STATUS DURING { SNO, DURING } )
WHERE STATUS SINCE < POST (DURING) ) ;
CONSTRAINT BR5 IS EMPTY ( ( S SINCE JOIN S STATUS DURING )
WHERE STATUS SINCE = POST (DURING) ) ;
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CONSTRAINT BR78 IS EMPTY ( ( SP SINCE JOIN SP DURING )
WHERE SINCE ≤ POST (DURING) ) ;
CONSTRAINT BR9 WITH (
t1 B EXTEND S SINCE : { DURING B INTERVAL DATE
( [SNO SINCE : LAST DATE( )] ) },
t2 B t1 { SNO, DURING },
t3 B t2 UNION S DURING,
t4 B EXTEND SP SINCE : { DURING B INTERVAL DATE
( [STATUS SINCE : LAST DATE( )] ) },
t5 B t4 { SNO, DURING },
t6 B SP DURING { SNO, DURING },
t7 B t5 UNION t6 ) :
USING (DURING) : t3 ⊇ t7 ;
Zahtjevi i odgovarajuc´a ogranicˇenja detaljno su razradeni u [1]. Uocˇimo da temporalno
oblikovanje koje ukljucˇuje since i during relacije rezultira najslozˇenijim ogranicˇenjima za
cˇuvanje integriteta temporalne baze podataka. Navedena ogranicˇenja predstavljaju svojevr-
sni obrazac za ogranicˇenja u drugim temporalnim bazama. Autori u [1] predlazˇu uvodenje
sintakticˇkih pokrata na temelju kojih bi sustav za upravljanje bazom podataka sam ukljucˇio
Ogranicˇenja BR12, BR36, BR3X, BR4, BR5, BR78 i BR9. Tada se ta ogranicˇenja ne bi
morala eksplicitno navoditi.
Zakljucˇimo potpoglavlje s nekoliko opaski:
1. U temporalnom kontekstu malo je vjerojatno da c´e doc´i do brisanja during relacija jer
je smisao baze podataka da sacˇuva povijesne zapise. Since relacije mogu se izbrisati,
no nuzˇno je da se prvo sve informacije koje sadrzˇe premjeste u odgovarajuc´e during
relacije. Brisanje bilo koje vrste relacije vjerojatno zahtijeva izmjenu postojec´ih
ogranicˇenja.
2. U temporalnim bazama podataka ne preporucˇa se dodavanje novog atributa u during
relacije jer svaka takva relacija reprezentira povijest samo jednog svojstva. Dodava-
nje novog atributa u since relacije je smislenije, no ono zahtijeva uvodenje dodatnog
since atributa te pratec´u during relaciju. Vjerojatno su potrebna i nova ogranicˇenja.
3. Ogranicˇenja za cˇuvanje integriteta baze podataka mijenjaju se s vremenom, no ona
ogranicˇenja koja smo ovdje predstavili manje su podlezˇna promjenama.
2.4 Temporalni upiti
Postavljanje upita u temporalnim bazama podataka je dosta slozˇeno. Medutim, postavljanje
upita mogu olaksˇati predefinirane kolekcije virtualnih relacija, koje nazivamo pogledima,
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za bazu podataka u pitanju. Opc´enito govorec´i, virtualne relacije ponisˇtavaju djelovanje
horizontalne i vertikalne dekompozicije. Vazˇno je razumijeti da se dekompozicije samo
konceptualno ponisˇtavaju. Na primjer, ako promatramo neku temporalnu bazu podataka,
tada mozˇemo definirati prirodni spoj njenih relacija kao virtualnu relaciju koja, iako c´e
vjerojatno narusˇavati principe normalizacije, omoguc´uje postavljanje odredenih upita na
jednostavniji nacˇin. S druge strane, pojedine temporalne upite tezˇe je izraziti koristec´i po-
glede. Primjeri nekih temporalnih upita u jeziku SQL mogu se vidjeti u zadnjem poglavlju.
Azˇuriranje temporalnih baza podataka
Osvrnimo se posebno na upite kojima se azˇurira temporalna baza podataka. Kao i obicˇno,
primjere temeljimo na trima verzijama temporalne baze podataka o dobavljacˇima i posˇiljkama
koje smo opisali u Potpoglavlju 2.1 te pretpostavljamo da su ugradena sva ogranicˇenja za
cˇuvanje integriteta koja su iznesena u Potpoglavljima 2.2 i 2.3.
Promotrimo prvo slucˇaj polutemporalne baze podataka sa samo since relacijama. Ta baza
podataka sadrzˇi relacije S SINCE i SP SINCE.
S SINCE
SNO A STATUS B
S1 d04 20 d06
S2 d07 10 d07
S3 d03 30 d03
S4 d14 20 d14













Slika 2.1: Polutemporalna baza podataka za Upite 1 – 3
Radi jednostavnosti atributi SNO SINCE i STATUS SINCE na Slici 2.1 i Slici 2.3 oznacˇeni
su s A i B. U nastavku koristimo uobicˇajene nazive.
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Bitno je napomenuti da bazu podataka shvac´amo kao skup propozicija koje su trenutacˇno
istinite. Azˇuriranje baze podataka mozˇemo shvatiti kao ubacivanje, promjenu ili brisa-
nje propozicija. U nastavku slijede primjeri upita u jeziku Tutorial D koji se odnose na
azˇuriranje nasˇe baze podataka.
Upit 1: Dodaj propoziciju koja kazuje da je dobavljacˇ S9 pod ugovorom pocˇevsˇi od danas
sa statusom 15.
INSERT S SINCE RELATION
{ TUPLE { SNO SNO( "S9" ), SNO SINCE TODAY( ) ,
STATUS 15, STATUS SINCE TODAY( ) } } ;
Pretpostavimo da postoji operator TODAY cˇija je povratna vrijednost danasˇnji datum. Ako
je danas dan 10, naredba INSERT dodaje sljedec´i redak u relaciju S SINCE:
SNO SNO SINCE STATUS STATUS SINCE
S9 d10 15 d10
Upit 2: Izbrisˇi propoziciju koja kazuje da je dobavljacˇ S5 pod ugovorom.
DELETE S SINCE WHERE SNO = SNO( "S5" ) ;
Naredbom DELETE uklanja se sljedec´i redak iz relacije S SINCE:
SNO SNO SINCE STATUS STATUS SINCE
S5 d02 30 d02
Upit 3: Zamijeni propoziciju koja kazuje da je dobavljacˇ S1 pod ugovorom od dana 4,
propozicijom koja kazuje da je pod ugovorom od dana 3.
UPDATE S SINCE WHERE SNO = SNO( "S1" ) : { SNO SINCE B d03 } ;
Naredbom UPDATE prvo se uklanja, a onda dodaje odgovarajuc´i redak u relaciju S SINCE:
SNO SNO SINCE STATUS STATUS SINCE
S1 d03 20 d06
Primijetimo da se azˇuriranje polutemporalne baze podataka ne razlikuje znacˇajnije od
azˇuriranja bilo koje netemporalne baze podataka.
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Dalje se bavimo slucˇajem temporalne baze podataka sa samo during relacijama. Pret-
postavimo da horizontalna dekompozicija nije izvrsˇena (d99 je vrijednost koja oznacˇava


























Slika 2.2: Temporalna baza podataka za Upite 4 – 11
Upit 4: Dodaj propoziciju koja kazuje da je dobavljacˇ S2 bio u moguc´nosti dostavljati
posˇiljke klijentu P4 na dan 2.
INSERT SP DURING RELATION
{ TUPLE { SNO SNO ( "S2" ), PNO PNO ( "P4" ),
DURING INTERVAL DATE( [d02:d02] ) } } ;
Pretpostavimo da smo umjesto P4 imali P5. Kada bismo odgovarajuc´i redak jednostavno





Time se krsˇi ogranicˇenje PACKED ON na relaciju SP DURING. Kako bismo rijesˇili pro-
blem krsˇenja ogranicˇenja PACKED ON, uvodimo operator U INSERT.
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Definicija 2.4.1. Neka su r i R relacije koje imaju istu shemu T. Neka je ACL niz atributa
koji su komponente od T i cˇije su vrijednosti intervali. Tada izraz USING (ACL) : IN-
SERT R r nazivamo U INSERT te predstavlja pokratu za sljedec´e: R B USING (ACL) :
R UNION r.
Drugim rijecˇima, azˇuriranje se provodi tako da se relacije r i R obje raspakiraju na ACL,
formira se unija raspakiranih relacija koja se potom pakira na ACL, a pakirani rezultat
se pridruzˇuje R. Ako je ACL prazan, tada oznaku USING i znak : mozˇemo izostaviti,
a U INSERT se reducira na regularni INSERT. Ova opaska mozˇe se primijeniti na sve
operatore koje c´emo definirati u nastavku. Sada mozˇemo ispravno formulirati Upit 4:
USING (DURING) : INSERT SP DURING RELATION
{ TUPLE { SNO SNO( "S2" ), PNO PNO( "P5" ),
DURING INTERVAL DATE( [d02:d02] ) } } ;
Upit 5: Izbrisˇi propoziciju koja kazuje da je dobavljacˇ S6 bio u moguc´nosti dostavljati
posˇiljke klijentu P3 od dana 3 do dana 5.
Prije nego sˇto objasnimo kako postic´i zˇeljeni ucˇinak brisanja propozicije iz Upita 5, prisje-
timo se razmatranja o stvarnom i transakcijskom vremenu. Ako je baza podataka jednom
sadrzˇavala propoziciju p koja je istinita, tada se ona smatra povijesnim zapisom, a povijesni
zapisi bi se u temporalnoj bazi podataka trebali cˇuvati zauvijek s odgovarajuc´im transak-
cijskim vremenom koje indicira kada je p bila istinita. Medutim, p se ne smatra povijesnim
zapisom ako naknadno utvrdimo da je netocˇna, mozˇda je napravljena pogresˇka i uopc´e nije
trebala biti reprezentirana u bazi podataka, tek tada se p mozˇe ukloniti. Slijedi formulacija
Upita 5:
DELETE SP DURING WHERE SNO = SNO( "S6" )
AND PNO = PNO( "P3" )
AND DURING = INTERVAL DATE( [d03:d05] ) ;
Ako pretpostavimo da imamo interval od dana 4 do dana 5, tada odgovarajuc´i DELETE
nec´e imati utjecaja na relaciju jer ne postoji redak za dobavljacˇa S6 i klijenta P3 s vri-
jednosˇc´u atributa DURING [d04:d05]. Zato definiramo operator U DELETE WHERE.
Definicija 2.4.2. Neka je R relacija koja ima shemu T. Neka je ACL niz atributa koji su
komponente od T i cˇije su vrijednosti intervali. Tada izraz USING (ACL) : DELETE R
WHERE bx nazivamo U DELETE WHERE te predstavlja pokratu za sljedec´e: R B
USING (ACL) : R WHERE NOT ( bx ).
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Uocˇimo da je operator U DELETE WHERE definiran pomoc´u operatora U RESTRICT.
Azˇuriranje relacije se provodi tako da se relacija R raspakira na ACL, a iz raspakirane
relacije formira se nova relacija koja sadrzˇi retke koji zadovoljavaju uvjet NOT (bx). Zatim
se nova relacija pakira na ACL, a pakirani rezultat pridruzˇuje R. Dakle, ispravna formulacija
za upit s intervalom [d04:d05] je sljedec´a:
USING (DURING) : DELETE SP DURING WHERE SNO = SNO( "S6" )
AND PNO = PNO( "P3" )
AND DURING ⊆ INTERVAL DATE( [d04:d05] ) ;












Primijetimo da u nasˇem konkretnom slucˇaju brisanje propozicija ne mozˇe krsˇiti ogranicˇenje
PACKED ON jer se raspakiravanje i pakiranje vrsˇe na samo jednom atributu. Opc´enito,
ova tvrdnja ne vrijedi za slucˇaj s dva ili visˇe atributa.
Dodatno mozˇemo definirati operator U DELETE kojemu je temelj operator U MINUS
umjesto operatora U RESTRICT.
Definicija 2.4.3. Neka su r i R relacije koje imaju istu shemu T. Neka je ACL niz atributa
koji su komponente od T i cˇije su vrijednosti intervali. Tada izraz USING (ACL) : DELETE
R r nazivamo U DELETE te predstavlja pokratu za sljedec´e: R B USING (ACL) : R
MINUS r.
Buduc´i da se u praksi cˇesˇc´e susrec´u izrazi oblika USING (ACL) : DELETE R WHERE bx
nego oni oblika USING (ACL) : R MINUS r, u nastavku koristimo naziv U DELETE kako
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bismo se referirali na prvi oblik.
Upit 6: Zamijeni propoziciju koja kazuje da je dobavljacˇ S2 bio u moguc´nosti dostav-
ljati posˇiljke klijentu P5 od dana 3 do dana 4, propozicijom koja kazuje da je to bio u
moguc´nosti od dana 2 do dana 4.
Pitanje azˇuriranja propozicija u temporalnim bazama podataka analogno je pitanju brisanja
propozicija koje smo prethodno opisali. Upit 6 mozˇemo formulirati na sljedec´i nacˇin:
UPDATE SP DURING WHERE SNO = SNO( "S2" )
AND PNO = PNO( "P5" )
AND DURING = INTERVAL DATE( [d03:d04] ) :
{ DURING B INTERVAL DATE( [d02:d04] ) } ;
Ako pretpostavimo da promatramo propozicije Dobavljacˇ S2 je bio u moguc´nosti dostav-
ljati posˇiljke klijentu P5 na dan 3 i Dobavljacˇ S2 je bio u moguc´nosti dostavljati posˇiljke
klijentu P5 na dan 2, tada odgovarajuc´i INSERT nema utjecaja na relaciju SP DURING
jer SP DURING ne sadrzˇi redak za dobavljacˇa S2 i klijenta P5 s vrijednosˇc´u atributa DU-
RING [d03:d03]. Upit mozˇemo ispravno formulirati pomoc´u operatora U UPDATE.
Definicija 2.4.4. Neka je R relacija koja ima shemu T. Neka je ACL niz atributa koji su
komponente od T i cˇije su vrijednosti intervali. Tada izraz USING (ACL) : UPDATE R
WHERE bx : { pridruzˇivanje vrijednosti } nazivamo U UPDATE te predstavlja pokratu za
sljedec´e:
WITH (
t1 B UNPACK R ON (ACL) ,
t2 B t1 WHERE NOT (bx) ,
t3 B t1 MINUS t2 ,
t4 B EXTEND t3 : { pridruzˇivanje vrijednosti } ,
t5 B t2 UNION t4 ) :
R B PACK t5 ON (ACL).
Formulacija upita slijedi u nastavku:
USING (DURING) : UPDATE SP DURING WHERE SNO = SNO( "S2" )
AND PNO = PNO( "P5" )
AND DURING = INTERVAL DATE( [d03:d03] ) :
{ DURING B INTERVAL DATE( [d02:d02] ) } ;
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Alternativno rjesˇenje temelji se na specifikaciji PORTION koju c´emo opisati u nastavku.
Upit 7 (modificirana verzija Upita 5): Izbrisˇi propoziciju koja kazuje da je dobavljacˇ S6
bio u moguc´nosti dostavljati posˇiljke klijentu P3 od dana 4 do dana 5.
Vidjeli smo da se Upit 7 mozˇe formulirati na sljedec´i nacˇin:
USING (DURING) : DELETE SP DURING WHERE SNO = SNO( "S6" )
AND PNO = PNO( "P3" )
AND DURING ⊆ INTERVAL DATE( [d04:d05] ) ;
No postoji formulacija u terminima specifikacije PORTION koja je takoder ispravna:
DELETE SP DURING WHERE SNO = SNO( "S6" )
AND PNO = PNO( "P3" ) :
PORTION { DURING { INTERVAL DATE( [d04:d05] ) } } ;
Prethodni upit mozˇemo objasniti pomoc´u sljedec´e definicije.
Definicija 2.4.5. Neka je R relacija koja ima shemu T. Neka je A atribut koji je komponenta
od T i cˇije su vrijednosti intervali nekog tipa I. Neka je ix vrijednost intervala tipa I. Tada
izraz DELETE R WHERE bx : PORTION { A { ix } } nazivamo PORTION DELETE te
predstavlja pokratu za sljedec´e:
WITH (
t1 B R WHERE (bx) AND A OVERLAPS (ix) ,
t2 B R MINUS t1 ,
t3 B UNPACK t1 ON (A) ,
t4 B t3 WHERE NOT (A ⊆ (ix) ) ,
t5 B t2 UNION t4 ) :
R B PACK t5 ON (A).
Buduc´i da relacije mogu sadrzˇavati visˇe atributa cˇije su vrijednosti intervali, razumno je
dopustiti izraze oblika:
DELETE R WHERE bx : PORTION { A1 { ix1 }, A2 { ix2 }, . . . , An { ixn } } ;
Takoder, razumno je dopustiti i izraze sljedec´eg oblika:
DELETE R WHERE bx : PORTION { A { ix1, ix2, . . . , ixn } } ;
Slijedi jednostavan primjer:
DELETE SP DURING WHERE SNO = SNO( "S7" ) :
PORTION { DURING { INTERVAL DATE( [d04:d06] ),
INTERVAL DATE( [d12:d99] ) } } ;
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Upit 8 (modificirana verzija Upita 6): Zamijeni propoziciju koja kazuje da je dobavljacˇ S2
bio u moguc´nosti dostavljati posˇiljke klijentu P5 na dan 3, propozicijom koja kazuje da je
to bio u moguc´nosti na dan 2.
UPDATE SP DURING WHERE SNO = SNO( "S2" ) AND PNO = PNO( "P5" ) :
PORTION { DURING { INTERVAL DATE( [d03:d03] ) } } :
{ DURING B INTERVAL DATE( [d02:d02] ) } ;
Intuitivno bi trebalo biti jasno kako radi prethodni primjer.
Upit 9: Dodaj propozicije koje kazuju da je dobavljacˇ S9 pod ugovorom pocˇevsˇi od danas
sa statusom 15.
INSERT S DURING RELATION { TUPLE {
SNO SNO( "S9" ),
DURING INTERVAL DATE( [TODAY( ):LAST DAY( )] ) } } ,
INSERT S STATUS DURING RELATION { TUPLE {
SNO SNO( "S9" ), STATUS 15,
DURING INTERVAL DATE( [TODAY( ):LAST DAY( )] ) } } ;
Buduc´i da su ciljne relacije S DURING i S STATUS DURING, potrebne su dvije naredbe
INSERT. Primijetimo da su odvojene zarezom pa zajedno predstavljaju jednu izjavu. Obje
relacije azˇuriraju se u isto vrijeme.
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S SINCE
SNO A STATUS B
S1 d04 20 d06
S2 d07 10 d07
S3 d03 30 d03
S4 d04 20 d08



































Slika 2.3: Temporalna baza podataka za Upite 12 – 14
Upit 10: Obrisˇi sve propozicije koje kazuju da je dobavljacˇ S7 pod ugovorom.
DELETE SP DURING WHERE SNO = SNO( "S7" ) ,
DELETE S STATUS DURING WHERE SNO = SNO( "S7" ) ,
DELETE S DURING WHERE SNO = SNO( "S7" ) ;
Upit 11: Ugovor dobavljacˇa S7 je upravo raskinut. Odgovarajuc´e azˇuriraj bazu podataka.
UPDATE S DURING WHERE SNO = SNO( "S7" )
AND TODAY( ) ∈ DURING : { END (DURING) B TODAY( ) } ,
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UPDATE S STATUS DURING WHERE SNO = SNO( "S7" )
AND TODAY( ) ∈ DURING : { END (DURING) B TODAY( ) } ,
UPDATE SP DURING WHERE SNO = SNO( "S7" )
AND TODAY( ) ∈ DURING : { END (DURING) B TODAY( ) } ;
Na kraju, bavimo se slucˇajem temporalne baze podataka sa since i during relacijama. Takva
baza podataka trenutne informacije cˇuva u since relacijama, a povijesne u during relaci-
jama. Baza podataka za Upite 12 – 14 prikazana je na Slici 2.3.
Upit 12: Dodaj propoziciju koja kazuje da je dobavljacˇ S4 u moguc´nosti dostavljati posˇiljke
klijentu P4 od dana 10.
INSERT SP SINCE RELATION { TUPLE {
SNO SNO( "S4" ), PNO PNO( "P4" ), SINCE d10 } } ;
Da je u Upitu 12 bio naveden dan 9 umjesto dana 10, relacije SP SINCE i SP DURING





Tako se krsˇi osmi zahtjev na bazu podataka koji je opisan u Potpoglavlju 2.3. Problem se
mozˇe rijesˇiti tako da iz SP DURING izbrisˇemo redak za S4 i P4 s vrijednosˇc´u atributa DU-
RING [d04:d08] te u SP SINCE ubacimo redak za S4 i P4 s vrijednosˇc´u atributa SINCE
d04.
DELETE SP DURING WHERE SNO = SNO( "S4" )
AND PNO = PNO( "P4" )
AND DURING = INTERVAL DATE( [d04:d08] ) ,
INSERT SP SINCE RELATION { TUPLE {
SNO SNO( "S4" ), PNO PNO( "P4" ), SINCE d04 } } ;
Upit 13: Od sutra dobavljacˇ S1 visˇe nec´e biti u moguc´nosti dostavljati posˇiljke klijentu P1.
Odgovarajuc´e azˇuriraj bazu podataka.
INSERT SP DURING RELATION { TUPLE { SNO SNO( "S1" ) ,
PNO PNO( "P1" ), DURING INTERVAL DATE( [d04:TODAY( ) } } ,
DELETE SP SINCE WHERE SNO = SNO( "S1" )
AND PNO = PNO( "P1" ) ;
Upit 14: Zamijeni propoziciju koja kazuje da je dobavljacˇ S2 u moguc´nosti dostavljati
posˇiljke klijentu P1 od dana 8, propozicijom koja kazuje da je to u moguc´nosti od dana 7.
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UPDATE SP SINCE WHERE SNO = SNO( "S2" )
AND PNO = PNO( "P1" ) : { SINCE B d07 } ;
Ako pretpostavimo da je u Upitu 14 nova vrijednost atributa SINCE dan 5, a ne dan 7, tada
odgovarajuc´i UPDATE krsˇi osmi zahtjev na bazu podataka iz Potpoglavlja 2.3. Odnosno,





Dakle, ispravno je postupiti kako slijedi:
DELETE SP DURING WHERE SNO = SNO( "S2" )
AND PNO = PNO( "P1" )
AND END(DURING) = d04 ,
UPDATE SP SINCE WHERE SNO = SNO( "S2" )
AND PNO = PNO( "P1" ) : { SINCE B d07 } ;
Svi upiti koji su predstavljeni u ovom radu preuzeti su iz [1].
2.5 Transakcijsko vrijeme u temporalnim bazama
podataka
U Potpoglavlju 1.1 predstavili smo koncept stvarnog i transakcijskog vremena. U stan-
dardu za SQL koriste se pripadni nazivi aplikacijsko i sistemsko vrijeme. Prisjetimo se kako
smo intuitivno objasnili te pojmove. Stvarna vremena odnose se na nesˇto u sˇto trenutno
vjerujemo da je istinito. S druge strane, transakcijska vremena referiraju se na to kada je
baza podataka rekla da je nesˇto bilo istinito. U nastavku detaljnije razradujemo te koncepte.
Stvarna vremena smatramo obicˇnim podacima jer se mogu reprezentirati pomoc´u atributa
u relacijama. Ti atributi ne razlikuju se znacˇajnije od bilo kojih drugih atributa, mozˇemo
ih azˇurirati i pristupati im putem upita. Iz tog razloga nisu posebno zanimljiva. Medutim,
transakcijska vremena ne mogu se azˇurirati poput stvarnih vremena, njih odrzˇava sustav,
niti smo u moguc´nosti postavljati upite koji su vezani uz njih. Autori u [1] smatraju da
transakcijska vremena moraju biti dostupna u standardnom relacijskom obliku, odnosno
potrebne su nam pomoc´ne relacije koje prikazuje povijest svih transakcija za neku bazu
podataka. Te pomoc´ne relacije mozˇemo shvatiti kao analogone zˇurnal–datoteka koje se
koriste u slucˇajevima osˇtec´enja baze podataka. Promotrimo sljedec´i primjer:
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VAR S DURING BASE RELATION {
SNO SNO, DURING INTERVAL DATE }
USING (DURING) : KEY { SNO, DURING }
LOGGED TIMES IN (S DURING LOG) ;
Upotrebom specifikacije LOGGED TIMES IN postizˇe se da sustav kreira novu relaciju
s atributima SNO, DURING i X DURING: S DURING LOG. U toj relaciji retci sadrzˇe
transakcijska vremena za sve retke koji su se ikada pojavili u relaciji S DURING. Na pri-














Slika 2.4: Prikaz relacija S DURING i S DURING LOG
Pretpostavimo da je danas dan 70. Relacija S DURING trenutacˇno prikazuje da je dobav-
ljacˇ S2 bio pod ugovorom od dana 2 do dana 4. Prvi redak u S DURING LOG nam su-
gerira da je S DURING ranije prikazivao isti podatak, od dana 4 do dana 7. Drugi redak u
S DURING LOG nam ponovno sugerira da je S DURING ranije prikazivao isti podatak,
od dana 10 do dana 20. Trec´i redak u S DURING LOG nam kazuje da S DURING pri-
kazuje isti podatak od dana 50 do danas. Primijetimo da se transakcijska vremena ne mogu
odnositi na buduc´nost. Relacija S DURING takoder trenutacˇno prikazuje da je dobavljacˇ
S6 bio pod ugovorom od dana 3 do dana 5. S druge strane, redak 4 u S DURING LOG
nam kazuje da je od dana 15 do dana 25 relacija S DURING sadrzˇavala podatak da je do-
bavljacˇ S6 bio pod ugovorom od dana 2 do dana 5. Redak 5 u S DURING LOG medutim
pokazuje da od dana 26 S DURING sadrzˇi podatak da je dobavljacˇ S6 bio pod ugovorom
od dana 3 do dana 5. S DURING trenutacˇno ne sadrzˇi informacije o dobavljacˇu S1. No
redak 6 u S DURING LOG pokazuje da je od dana 20 do dana 30 relacija S DURING
sadrzˇavala podatak da je dobavljacˇ S1 bio pod ugovorom na dan 1. Analogno, redak 7
pokazuje da je od dana 40 do dana 50 S DURING sadrzˇavao informaciju da je dobavljacˇ
S1 bio pod ugovorom od dana 5 do dana 6. Zakljucˇujemo da su informacije o dobavljacˇu
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S1 obrisane iz S DURING na dan 31 i ponovno na dan 51 (jer je vjerojatno utvrdeno da
podaci nisu ispravni).
Iznesimo nekoliko zakljucˇnih opaski koje se mogu opc´enito primijeniti:
1. Relacija S DURING LOG ne mora postojati cijelo vrijeme, dovoljno je da je sustav
kreira kada se referencira u nekom upitu.
2. Relaciju S DURING LOG azˇurira sustav, a ne obicˇni korisnici. Proces zamjene
svih d70 sa d71 u ponoc´ na dan 70 automatski provodi sustav.
3. Zaglavlje relacije S DURING LOG odgovara zaglavlju relacije S DURING koje
je prosˇireno dodatnim atributom X DURING. Vrijednosti atributa X DURING su
intervali.
4. Ako relacija S DURING zadovoljava ogranicˇenje USING (DURING) : KEY { SNO,
DURING }, tada relacija S DURING LOG zadovoljava ogranicˇenje USING (DU-
RING, X DURING) : KEY { SNO, DURING, X DURING }.
5. Redak koji sadrzˇi jednu vremensku oznaku za stvarno vrijeme, a drugu za transak-
cijsko vrijeme, u literaturi se naziva bitemporalnim retkom.
SNO DURING X DURING
S2 [d02:d04] [d04:d07]
Slika 2.5: Bitemporalni redak
Promotrimo upit koji se odnosi na transakcijsko vrijeme.
Upit: Kada je baza podataka pokazivala da je dobavljacˇ S6 bio pod ugovorom na dan 4?
Informacije o transakcijskom vremenu prisutne su u relaciji S DURING LOG. Ako tu
relaciju restringiramo samo na retke koji sadrzˇe podatak da je dobavljacˇ S6 bio pod ugo-
vorom na dan 4, tada je rezultat sljedec´i:
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WITH (
t1 B S DURING LOG WHERE SNO = SNO( "S6" ) AND d04 ∈ DURING ) :





SQL podrsˇka za temporalne podatke
Odredene temporalne znacˇajke ukljucˇene su u zadnju verziju standarda za SQL 2011. go-
dine. U ovom poglavlju analiziramo SQL podrsˇku za pristup temporalnim podacima i
razne koncepte koji su izlozˇeni u Poglavljima 1 i 2. Temporalne znacˇajke u standardu za
SQL mogu se smatrati velikim korakom u upravljanju temporalnim podacima, no nisu do-
voljne da rijesˇe sve probleme koje dolaze s njima, a koje smo identificirali u prethodnim
razmatranjima.
3.1 Periodi
SQL ne podrzˇava vremenske intervale koje smo predstavili u Potpoglavlju 1.3. Umjesto
intervala podrzˇava periode koji se sastoje od parova vrijednosti FROM i TO. Obicˇno je
rijecˇ o parovima vrijednosti stupaca u SQL tablici. Sˇtovisˇe, takvi periodi su temporalni po
svojoj prirodi. Slika 3.1 prikazuje SQL verziju baze podataka o dobavljacˇima i posˇiljkama.
Primijetimo da je u potpuno temporalnom obliku. Baza podataka nalikuje onoj sa Slike
1.3, no stupce FROM i TO preimenovali smo u DFROM i DTO buduc´i da su FROM i TO
rezervirane rijecˇi u SQL-u. Vrijednosti d10 koje su oznacˇavale kraj vremena zamijenili
smo vrijednosˇc´u d99 koja oznacˇava 31. prosinca 9999. jer kada je SQL u pitanju, kraj
vremena je DATE "9999-12-31", a pocˇetak vremena je DATE "0001-01-01". SQL podrzˇava
i finiju zrnatost (engl. granularity).
Vec´ smo prije rekli da su SQL periodi predstavljeni uredenim parom vrijednosti from i
to. SQL takve parove interpretira na sljedec´i nacˇin: vrijednost from oznacˇava prvu tocˇku
u periodu, a vrijednost to oznacˇava tocˇku koja je neposredni sljedbenik zadnje tocˇke u
periodu. Dakle, SQL koristi [ : ) interpretaciju. Primijetimo da vrijednost from nikada ne
smije biti jednaka d99, a vrijednost to d100 buduc´i da d100 nije legalan datum u SQL-u
(DATE "10000-01-01").
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SNO PNO DFROM DTO
S1 P1 d04 d99
S1 P2 d05 d99
S1 P3 d09 d99
S1 P4 d05 d99
S1 P5 d04 d99
S1 P6 d06 d99
S2 P1 d02 d05
S2 P1 d08 d99
S2 P2 d03 d04
S2 P2 d09 d99
S3 P2 d08 d99
S4 P2 d06 d10
S4 P4 d04 d09
S4 P5 d05 d99
Slika 3.1: SQL verzija baze podataka o dobavljacˇima i posˇiljkama
Prikazˇimo pocˇetnu SQL definiciju za relaciju S FROM TO:
CREATE TABLE S FROM TO (
SNO SNO NOT NULL ,
DFROM DATE NOT NULL ,
DTO DATE NOT NULL ,
PERIOD FOR DPERIOD (DFROM, DTO) ,
UNIQUE (SNO, DPERIOD WITHOUT OVERLAPS) ) ;
Klauzulom PERIOD FOR definira se da stupci DFROM i DTO odreduju period DPERIOD.
Primijetimo da DPERIOD sam nije stupac, ali dopusˇta se njegova upotreba u postavljanju
upita. Stupci koji su spareni u specifikaciji PERIOD FOR moraju biti istog tipa: DATE
ili TIMESTAMP. Ovdje nec´emo ulaziti u detalje vezane uz vremenske tipove DATE i TI-
MESTAMP. Period DPERIOD reprezentira aplikacijsko vrijeme. Aplikacijsko vrijeme je
SQL-ov izraz za stvarno vrijeme. SQL osigurava ogranicˇenje da je za bilo koji takav period
vrijednost from strogo manja od vrijednosti to. SQL tablica ne mozˇe imati visˇe od jednog
perioda koji reprezentira aplikacijsko vrijeme.
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Operatori za rad s periodima
Neka su [f, t), [f1, t1) i [f2, t2) FROM – TO parovi koji odgovaraju SQL periodima p, p1 i
p2. Tablica u nastavku prikazuje SQL analogone operatora koje smo opisali u potpoglavlju
Operatori za rad s intervalima.
Operator SQL analogon
BEGIN f
END t – "1" DAY
PRE f – "1" DAY
POST t
POINT FROM nije podrzˇano
∈ nije podrzˇano
3 p CONTAINS x
= p1 EQUALS p2




BEFORE p1 PRECEDES p2
AFTER p1 SUCCEEDS p2




Tablica 3.1: Operatori za rad s periodima
Operator MEETS mozˇe se izraziti na sljedec´i nacˇin: p1 IMMEDIATELY PRECEDES p2
OR p1 IMMEDIATELY SUCCEEDS p2. Operatori koji nisu izravno podrzˇani mogu se
izraziti pomoc´u postojec´ih. Definirali smo i operator COUNT za koji ne postoji odgova-
rajuc´i SQL analogon, no mozˇe se simulirati oduzimanjem vrijednosti from od vrijednosti
to (SQL sintaksa: CAST((to – from) AS INTEGER). Operatori UNION, INTERSECT i
MINUS nemaju svoje SQL analogone.
Sintaksom PERIOD (f, t) oznacˇavamo operande nekog Allenovog operatora. Izrazi f i t su
istog tipa (DATE ili TIMESTAMP). U nastavku slijedi primjer jednostavnog SQL upita:
SELECT DISTINCT SNO FROM S FROM TO WHERE PERIOD (DFROM, DTO)
OVERLAPS PERIOD (DATE "2015-08-25", DATE "2015-12-25") ;
3.2 Operatori PACK i UNPACK i U operatori
SQL ne podrzˇava operatore PACK i UNPACK. Nazˇalost, to je ozbiljan propust. U skladu
s tim ne postoji ni podrsˇka za generalizirane relacijske operatore poput operatora U JOIN.
Takoder, ne postoji podrsˇka za operatore U UPDATE, U INSERT i U DELETE.
Operator PACK se u svojem najjednostavnijem obliku (COLLAPSE) mozˇe definirati u
terminima FORALL, EXISTS, ∈, FIRST, LAST, PRE i POST. Buduc´i da se sve prethodne
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konstrukcije mogu simulirati u SQL-u, sigurno je moguc´e napisati SQL izraz koji za danu
SQL tablicu vrac´a pakiranu verziju te tablice.
3.3 Oblikovanje temporalnih baza podataka
SQL koristec´i tipove DATE ili TIMESTAMP mozˇe definirati polutemporalne tablice, no
one se ne razlikuju znacˇajnije od uobicˇajenih netemporalnih tablica. Zanimljivo je jedino
prikazati kako se formuliraju SQL ogranicˇenja za cˇuvanje integriteta baze podataka. Po-
gledajmo primjer za ogranicˇenje SR6 iz Potpoglavlja 2.3:
CREATE ASSERTION SR6 CHECK ( NOT EXISTS
(SELECT * FROM S FROM WHERE STATUS FROM < SNO FROM) ) ;
Okrenimo se sada potpunom temporalnom oblikovanju. SQL pretpostavlja drugi pristup
temporalnom oblikovanju sa samo during relacijama. Ne postoji izravna podrsˇka za trec´i
pristup, no nisˇta nas ne sprjecˇava da odaberemo tu shemu ako zˇelimo. SQL rjesˇava pro-
blem koncepta sada uvodenjem posebne oznake koja predstavlja kraj vremena. Vec´ smo
vidjeli SQL definiciju za tablicu S FROM TO. Potpuna fizicˇka shema za temporalnu bazu
podataka s relacijama S FROM TO, S STATUS FROM TO i SP FROM TO prikazana
je na Slici 3.2.
Specifikacija UNIQUE sprjecˇava pojavu problema redundancije i kontradikcije u tabli-
cama, no ne rjesˇava problem okolisˇanja. Intuitivno to mozˇemo objasniti na sljedec´i nacˇin:
Neka je r redak u tablici S FROM TO s vrijednostima sno, df i dt. Ako iz retka r izve-
demo po jedan redak za svaku DATE vrijednost d, gdje je df ≤ d ≤ dt, tada svaki takav
redak sadrzˇi vrijednosti sno i d. Neka je T tablica koja sadrzˇi sve izvedene retke za svaki
redak u S FROM TO. Tada ne postoje dva ista retka u tablici T. Prvu klauzulu FORE-
IGN KEY mozˇemo objasniti na slicˇan nacˇin: Pretpostavimo da smo iz S FROM TO i
S STATUS FROM TO dobili odgovarajuc´e tablice T1 i T2. Neka je D stupac u T1 i T2
koji sadrzˇi odgovarajuc´e DATE vrijednosti d. Tada je { SNO, D } regularni strani kljucˇ u
T1 i kljucˇ u T2. Kao posljedica, tablice S FROM TO i S STATUS FROM TO moraju se
simultano azˇurirati. SQL nema izravnu podrsˇku za simultano azˇuriranje kakvo smo vidjeli
u Upitima 12 – 14.
SQL ne podrzˇava specifikacije U KEY ili FOREIGN U KEY kao takve, no prethodno
smo se uvjerili da podrzˇava nesˇto vrlo slicˇno. Zato se uspijeva nositi sa sˇest od devet
zahtjeva koje smo naveli u Potpoglavlju 2.3. Zahtjevi 2, 5 i 8 nisu zadovoljeni jer tablice
nisu nuzˇno u svojoj pakiranoj formi buduc´i da SQL podrzˇava WITHOUT OVERLAPS, no
ne i WITHOUT MERGES. Odrzˇavanje tablica u pakiranoj formi smatra se korisnikovom
zadac´om.
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CREATE TABLE S FROM TO (
SNO SNO NOT NULL ,
DFROM DATE NOT NULL ,
DTO DATE NOT NULL ,
PERIOD FOR DPERIOD (DFROM, DTO) ,
UNIQUE (SNO, DPERIOD WITHOUT OVERLAPS) ) ,
FOREIGN KEY (SNO, PERIOD DPERIOD) REFERENCES
S STATUS FROM TO (SNO, PERIOD DPERIOD ) ) ;
CREATE TABLE S STATUS FROM TO (
SNO SNO NOT NULL ,
STATUS INTEGER NOT NULL ,
DFROM DATE NOT NULL ,
DTO DATE NOT NULL ,
PERIOD FOR DPERIOD (DFROM, DTO) ,
UNIQUE (SNO, DPERIOD WITHOUT OVERLAPS) ) ,
FOREIGN KEY (SNO, PERIOD DPERIOD) REFERENCES
S FROM TO (SNO, PERIOD DPERIOD ) ) ;
CREATE TABLE SP FROM TO (
SNO SNO NOT NULL ,
PNO PNO NOT NULL ,
DFROM DATE NOT NULL ,
DTO DATE NOT NULL ,
PERIOD FOR DPERIOD (DFROM, DTO) ,
UNIQUE (SNO, PNO, DPERIOD WITHOUT OVERLAPS) ,
FOREIGN KEY (SNO, PERIOD DPERIOD) REFERENCES
S FROM TO (SNO, PERIOD DPERIOD ) ) ;
Slika 3.2: SQL definicije za temporalnu bazu podataka
3.4 Temporalni upiti
Pogledajmo primjere nekih upita u jeziku SQL.
Upit 1: Pronadi status dobavljacˇ S1 na dan dn i pripadni period.
SELECT STATUS, DFROM, DTO FROM S STATUS FROM TO
WHERE SNO = SNO( "S1" ) AND DPERIOD CONTAINS dn ;
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WITHOUT OVERLAPS jamcˇi da tablica S STATUS FROM TO sadrzˇi najvisˇe jedan re-
dak koji zadovoljava zadani uvjet. Vazˇno je istaknuti da se periodi koji reprezentiraju
aplikacijsko vrijeme ne prenose u rezultantne tablice.
S STATUS FROM TO
SNO STATUS DFROM DTO
S2 5 d02 d03
S2 10 d03 d05
S6 5 d03 d05
S6 7 d05 d06
S7 15 d03 d09







SNO PNO DFROM DTO
S2 P1 d02 d05
S1 P2 d03 d04
S1 P5 d03 d05
S6 P3 d03 d06
S6 P4 d04 d05
S6 P5 d04 d06
S7 P1 d03 d05
S7 P1 d06 d08
S7 P1 d09 d04
Slika 3.3: Baza podataka za Upite 1 – 4
Upit 2: Pronadi parove dobavljacˇa koji trenutacˇni status imaju od istog dana.
WITH
t1 AS (SELECT SNO, DFROM FROM S STATUS FROM TO
WHERE DPERIOD CONTAINS CURRENT DATE) ,
t2 AS (SELECT SNO AS XNO, DFROM FROM t1) ,
t3 AS (SELECT SNO AS YNO, DFROM FROM t1) ,
t4 AS (SELECT XNO, YNO FROM t2 JOIN t3)
SELECT XNO, YNO FROM t4 WHERE XNO < YNO ;
Ovdje koristimo SQL-ovu WITH konstrukciju. CURRENT DATE je SQL-ova sistemska
varijabla.
Upit 3: Dodaj propozicije koje kazuju da je dobavljacˇ S9 pod ugovorom pocˇevsˇi od danas
sa statusom 15.
INSERT INTO S FROM TO (SNO, DFROM, DTO)
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VALUES (SNO( "S9" ), CURRENT DATE, DATE "9999-12-31") ;
INSERT INTO S STATUS FROM TO (SNO, STATUS, DFROM, DTO)
VALUES (SNO( "S9" ), 15, CURRENT DATE, DATE "9999-12-31") ;
Primijetimo da obje tablica ima strani kljucˇ koji referencira drugu, zato sva azˇuriranja mo-
raju biti simultana. Buduc´i da se svaka SQL naredba smatra zasebnom cjelinom, ovaj niz
naredbi moramo proglasiti transakcijom. Potvrda da je transakcija uredno zavrsˇila postizˇe
se naredbom COMMIT.
Upit 4: Obrisˇi propoziciju koja kazuje da je dobavljacˇ S7 bio u moguc´nosti dostavljati
posˇiljke klijentu P1 od dana 4 do dana 11.
DELETE FROM SP FROM TO FOR PORTION OF
DPERIOD FROM d04 TO d12
WHERE SNO = SNO( "S7" ) AND PNO = PNO( "P1" ) ;
SQL podrzˇava klauzulu FOR PORTION OF koja ima slicˇnu funkcionalnost kao POR-
TION iz Potpoglavlja 2.4. Opc´a sintaksa je: FOR PORTION OF p FROM t1 TO t2, gdje
su p aplikacijski period, a t1 i t2 odgovarajuc´e vremenske vrijednosti. Klauzula se mozˇe
koristiti uz DELETE i UPDATE.
Rezultat Upita 4 prikazan je u nastavku:
SP FROM TO
SNO PNO DFROM DTO
S2 P1 d02 d05
S1 P2 d03 d04
S1 P5 d03 d05
S6 P3 d03 d06
S6 P4 d04 d05
S6 P5 d04 d06
S7 P1 d03 d04
S7 P1 d12 d99
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3.5 Sistemsko vrijeme
SQL pruzˇa podrsˇku za transakcijsko vrijeme te za njega koristi izraz sistemsko vrijeme.
Pristup transakcijskom vremenu, opisan u Potpoglavlju 2.5, temelji se na pomoc´nim re-
lacijama koje reprezentiraju povijest svih transakcija koje su mijenjale bazu podataka, a
generira ih i odrzˇava DBMS. S druge strane, SQL dopusˇta da sama tablica sadrzˇi najvisˇe
jedan period koji reprezentira sistemsko vrijeme. Pozˇeljno je da je takva tablica u 6NF.
Promotrimo primjer u nastavku:
CREATE TABLE XS STATUS FROM TO (
SNO SNO NOT NULL,
STATUS INTEGER NOT NULL,
XFROM TIMESTAMP(12) GENERATED ALWAYS AS ROW START NOT NULL,
XTO TIMESTAMP(12) GENERATED ALWAYS AS ROW END NOT NULL,
PERIOD FOR SYSTEM TIME (XFROM, XTO),
UNIQUE (SNO),
FOREIGN KEY (SNO) REFERENCES XS FROM TO (SNO) )
WITH SYSTEM VERSIONING;
Primijetimo sljedec´e: Tablica XS STATUS FROM TO ima samo dva stupca, SNO i STA-
TUS, koje korisnici izravno mogu azˇurirati. Period koji reprezentira sistemsko vrijeme
SYSTEM TIME odreden je stupcima XFROM i XTO. Periodi su oblika [f, t). Specifika-
cija GENERATED ALWAYS AS ROW START (END) je potrebna jer sustav dodjeljuje
vrijednosti stupcu XFROM, odnosno stupcu XTO. Specifikacija WITH SYSTEM VER-
SIONING je opcionalna, no ako je navedena, tada i PERIOD FOR SYSTEM TIME mora
biti naveden.
Pogledajmo kako se azˇurira tablica XS STATUS FROM TO. Naravno, na pocˇetku je ta-
blica prazna. Pretpostavimo da zˇelimo izvrsˇiti sljedec´u naredbu:
INSERT INTO XS STATUS FROM TO (SNO, STATUS)
VALUES (SNO( "S2" ), 25) ;
Ako pretpostavimo da se INSERT izvodi u vremenu t02 koje generira sistemski sat, tada
ubacˇeni redak izgleda ovako:
SNO STATUS XFROM XTO
S2 25 t02 t99
t99 oznacˇava SQL vrijednost: TIMESTAMP "9999-12-31 23:59:59.999999999999". Pret-
postavimo sada da se u vremenu t07 koje generira sistemski sat izvodi sljedec´a naredba:
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UPDATE XS STATUS FROM TO SET STATUS = 20
WHERE SNO = SNO( "S2" ) ;
Tada tablica izgleda ovako:
SNO STATUS XFROM XTO
S2 20 t07 t99
S2 25 t02 t07
Da smo u naredbi UPDATE, u SET dijelu, umjesto STATUS = 20 specificirali STA-
TUS = 25, novi redak bi svejedno bio ubacˇen. Tada tablica visˇe ne bi bila pakirana na
SYSTEM TIME. Konacˇno, pretpostavimo da se naredba DELETE izvodi u vremenu t49
koje generira sistemski sat:
DELETE FORM XS STATUS FROM TO WHERE SNO = SNO( "S2" ) ;
Na kraju tablica izgleda ovako:
SNO STATUS XFROM XTO
S2 20 t07 t49
S2 25 t02 t07
Primijetimo da tablica sada sadrzˇi samo povijesne retke. Jako je vazˇno napomenuti da se
u tablicama koje ukljucˇuju specifikaciju WITH SYSTEM VERSIONING (engl. system–
versioned tables) mogu azˇurirati samo trenutni retci. Povijesni retci su zauvijek u tablici i
ne mogu se promijeniti. Istaknimo josˇ da se u takvim tablicama klauzule UNIQUE i FO-
REIGN KEY odnose samo na trenutne retke.
Upiti se u tablicama sa specifikacijom WITH SYSTEM VERSIONING primjenjuju samo
na trenutne retke, a povijesne retke ignoriraju. Neka tablica XS STATUS FROM TO
sadrzˇi dva retka:
SNO STATUS XFROM XTO
S2 20 t07 t99
S2 25 t02 t07
Neka je upit oblika:
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Potrebna nam je klauzula FOR SYSTEM TIME u FROM dijelu upita kako bismo ih
mogli primijeniti na sve retke. SQL podrzˇava sljedec´e FOR SYSTEM TIME opcije (t, t1
i t2 su vremenske oznake):
1. Specifikacija FOR SYSTEM TIME AS OF t selektira retke u kojima sistemsko vri-
jeme sadrzˇi t.
2. FOR SYSTEM TIME FROM t1 TO t2 selektira retke u kojima se period koji repre-
zentira sistemsko vrijeme preklapa s periodom [t1, t2).
3. FOR SYSTEM TIME BETWEEN t1 AND t2 selektira retke u kojima se period koji
reprezentira sistemsko vrijeme preklapa s periodom [t1, t2].
Na primjer:
SELECT STATUS, XFROM, XTO
FROM XS STATUS FROM TO FOR SYSTEM TIME AS OF t05




Vec´ smo prije spomenuli da je specifikacija WITH SYSTEM VERSIONING opcionalna.
Tablice sa sistemskim vremenom, ali bez navedene specifikacije, sadrzˇe samo trenutne
retke. INSERT djeluje jednako kao i na tablice s navedenom specifikacijom. UPDATE
azˇurira pocˇetak sistemskog vremena u odgovarajuc´im retcima, ali ne ubacuje povijesne
retke. DELETE jednostavno uklanja odgovarajuc´e retke, no ponovno ne ubacuje povijesne
retke. Dakle, retci u takvim tablicama samo prikazuju podatak kada su zadnji put azˇurirani.
SQL tablica mozˇe imati period koji reprezentira aplikacijsko vrijeme i period koji pred-
stavlja sistemsko vrijeme. Takve tablice nesluzˇbeno se nazivaju bitemporalnim tablicama.
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Sve sˇto smo opisali u ovom poglavlju mozˇe se primijeniti i na bitemporalne tablice.
Zakljucˇno, pristup temporalnim podacima koji je predstavljen u Poglavljima 1 i 2 temelji
se na apstraktnom pojmu interval. Taj je pristup u potpunosti u skladu s fundamentalnim
relacijskim principima. Vrijeme kao takvo pojavljuje se jedino prilikom oblikovanja baze
podataka i u raspravi o transakcijskom vremenu. SQL-ov pristup temporalnim podacima je
specificˇan jer se bazira na pojmu period. Temporalne znacˇajke ugradene u SQL dizajnirane
su pod pretpostavkom da netemporalnu bazu podataka mozˇemo pretvoriti u temporalnu
samo dodavanjem stupaca koji predstavljaju neku vremensku oznaku u postojec´e tablice.




Potreba za bitemporalnim tablicama javila se u bankarskim sustavima oko 1992. go-
dine, a odredene temporalne znacˇajke ugradene su u SQL standard vec´ 1994. Medu
proizvodacˇima sustava za upravljanje bazom podataka temporalne i bitemporalne tablice
nisu bile popularne jer ih je bilo iznimno tesˇko efikasno implementirati. Dvadesetak go-
dina kasnije vodec´e relacijske tehnologije za upravljanje temporalnim podacima su Tera-
data Database, Oracle DB, IBM DB2, PostgreSQL i Microsoft SQL Server. Prethodno
spomenuti sustavi implementiraju odredena temporalna prosˇirenja, a posebno se izdvaja
IBM-ov DB2 koji svoju podrsˇku za temporalne podatke temelji na inacˇici standarda za
SQL iz 2011. godine.
Pogledajmo kako se realizira DB2 temporalna baza podataka i kako manipulirati tempo-
ralnim podacima koje sadrzˇi. Baza podataka je realizirana pomoc´u IBM DB2 Express-C
tehnologije (verzija 10.5.5). Rijecˇ je o nekomercijalnom izdanju DB2 servera koji ima
gotovo jednaku funkcionalnost kao i komercijalno izdanje. Sastavni dio ove tehnologije
su prosˇirenja za upravljanje temporalnim podacima koja se nazivaju Time Travel Query.
Ugradena podrsˇka za temporalne podatke omoguc´uje automatsko generiranje povijesti svih
transakcija koje su mijenjale bazu podataka i azˇuriranje stvarnih aplikacijskih datuma. Ta-
kav pristup reducira slozˇenost upita i omoguc´uje jednostavniju analizu dogadaja koji ovise
o vremenu. DB2 implementira periode te koncepte sistemskog i poslovnog vremena. Pos-
lovno vrijeme je IBM-ov naziv za stvarno ili aplikacijsko vrijeme.
Sve instrukcije u ovom zadatku izvedene su u DB2 CLP komandnom prozoru. Postoje alati
za upravljanje DB2 bazom podataka koji imaju bogatije korisnicˇko sucˇelje, npr. IBM Data
Studio. IBM Data Studio mozˇe se besplatno preuzeti. Rad u DB2 okruzˇenju zapocˇinjemo
izvodenjem sljedec´ih naredbi:
1. CREATE DATABASE PRIMJER ;
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2. CONNECT TO PRIMJER ;
3. CREATE SCHEMA BAZA SET AUTHORIZATION ANDREA ;
4. SELECT SCHEMANAME FROM SYSCAT.SCHEMATA ;
5. SET SCHEMA BAZA ;
Prva naredba izvodi se oko pet minuta, a cˇetvrta naredba je opcionalna, tj. njome mozˇemo
provjeriti je li shema iz prethodnog koraka kreirana. Shemu intuitivno shvac´amo kao ana-
logon namespace-u u jezicima C++ ili C#. Istaknimo da znak ; ne mora doc´i iza naredbe.
Pretpostavimo prvo da se baza podataka PRIMJER sastoji od tablica BS, BSSTATUS i
BSP. Tablica BS predstavlja dobavljacˇe s ugovorom, BSSTATUS predstavlja statuse do-
bavljacˇa, a BSP potencijalne posˇiljke. Neka tablice BS, BSSTATUS i BSP odgovaraju
tablicama S FROM TO, S STATUS FROM TO i SP FROM TO sa Slike 3.2. Odgo-
varajuc´e relacije su sve u 6NF. Rad u DB2 okruzˇenju nastavljamo izvodenjem sljedec´ih
naredbi:
CREATE TABLE BS (
SNO VARCHAR(5) NOT NULL,
BSTART DATE NOT NULL,
BEND DATE NOT NULL,
PERIOD BUSINESS TIME (BSTART, BEND),
UNIQUE (SNO, BUSINESS TIME WITHOUT OVERLAPS) ) ;
CREATE TABLE BSSTATUS (
SNO VARCHAR(5) NOT NULL,
STATUS INT NOT NULL,
BSTART DATE NOT NULL,
BEND DATE NOT NULL,
SSTART TIMESTAMP(12) GENERATED ALWAYS AS ROW BEGIN NOT NULL,
SEND TIMESTAMP(12) GENERATED ALWAYS AS ROW END NOT NULL,
TSTART TIMESTAMP(12) GENERATED ALWAYS AS
TRANSACTION START ID IMPLICITLY HIDDEN,
PERIOD BUSINESS TIME (BSTART, BEND),
PERIOD SYSTEM TIME (SSTART, SEND),
UNIQUE (SNO, BUSINESS TIME WITHOUT OVERLAPS) ) ;
Uocˇimo da se sintaksa ne razlikuje znacˇajnije od one koja je predstavljena u Poglavlju 3.
Standard za SQL zapravo ne spominje postojanje sistemskog sata, nego posebne vremen-
ske oznake koja oznacˇava pocˇetak sistemskog vremena. Ovdje je to TSTART. Prisjetimo
se SQL definicija za promatrane tablice sa Slike 3.2. Upotrebom klauzule FOREIGN KEY
. . . REFERENCES cˇuva se referencijalni integritet baze podataka. Dakle, tablicama BS i
BSSTATUS potrebno je dodati odgovarajuc´a referencijalna ogranicˇenja. To smo pokusˇali
slijedec´i standardnu DB2 sintaksu:
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ALTER TABLE STATUS ADD
FOREIGN KEY (SNO, BUSINESS TIME) REFERENCES S ;
Medutim, specificiranje perioda BUSINESS TIME je uzrokovalo gresˇku. U [3] je opisano
da dodavanje ogranicˇenja za cˇuvanje temporalnog referencijalnog integriteta nije trivijalno,
no mozˇe se osigurati upotrebom odgovarajuc´ih procedura. Procedure koje su izlozˇene u [3]
mogu se iskoristiti kao polazna tocˇka u kodiranju vlastitih. Ovdje se nec´emo baviti pro-
cedurama, stoga nije smisleno implementirati bazu podataka o dobavljacˇima i posˇiljkama.
Ogranicˇimo se samo na tablicu BSSTATUS. Neka tablica BSSTATUS opisuje stanje na ne-
kom racˇunu; SNO je oznaka racˇuna, a STATUS pripadni iznos. Buduc´i da tablica BSSTA-
TUS sadrzˇi sistemski period, sljedec´e sˇto moramo napraviti je definirati povijesnu tablicu
BSSTATUS HISTORY, koja ima istu strukturu kao BSSTATUS, i omoguc´iti da se po-
vijesni zapisi iz BSSTATUS automatski ubacuju u BSSTATUS HISTORY. To postizˇemo
sljedec´im naredbama:
CREATE TABLE BSSTATUS HISTORY LIKE BSSTATUS ;
ALTER TABLE BSSTATUS ADD VERSIONING
USE HISTORY TABLE BSSTATUS HISTORY ;
Primijetimo da DB2 konstrukcija CREATE TABLE . . . LIKE kreira tablicu s povijesnim
podacima poput konstrukcije LOGGED TIMES IN koju smo predstavili u Potpoglavlju
2.5. U ovom trenutku nasˇa temporalna baza podataka PRIMJER sadrzˇi dvije prazne tablice:
BSSTATUS i BSSTATUS HISTORY. Ubacimo neke podatke u BSSTATUS:
INSERT INTO BSSTATUS (SNO, STATUS, BSTART, BEND)
VALUES ("A111", 1000, "2015-07-01", "9999-12-31"),
VALUES ("A1212", 1500, "2015-09-01", "9999-12-31") ;
Tablica BSSTATUS HISTORY je i dalje prazna, a tablica BSSTATUS sada sadrzˇi dva
retka (radi jednostavnosti ne navodimo puno sistemsko vrijeme):
BSSTATUS
SNO STATUS BSTART BEND SSTART SEND
A1111 1000 2015-07-01 9999-12-31 2015-08-31 9999-12-31
A1212 1500 2015-09-01 9999-12-31 2015-08-31 9999-12-31
Poslovni period u BSSTATUS odnosi se na razdoblje tijekom kojeg korisnik SNO ima
iznos STATUS na racˇunu, a sistemski period odnosi se na pripadne promjene na racˇunu.
Sistemski period odrzˇava DB2. Pogledajmo sˇto c´e se dogoditi ako pokusˇamo azˇurirati prvi
redak:
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UPDATE BSSTATUS
FOR PORTION OF BUSINESS TIME FROM "2015-07-01" TO "2015-08-01"
SET STATUS = 3000 WHERE SNO = "A1111" ;
Nakon sˇto je azˇurirana, tablica BSSTATUS sadrzˇi sljedec´e retke:
BSSTATUS
SNO STATUS BSTART BEND SSTART SEND
A1111 3000 2015-07-01 2015-08-01 2015-09-01 9999-12-31
A1212 1500 2015-09-01 9999-12-31 2015-08-31 9999-12-31
A1111 1000 2015-08-01 9999-12-31 2015-09-01 9999-12-31
U tablicu BSSTATUS HISTORY automatski je ubacˇen povijesni redak iz BSSTATUS:
BSSTATUS HISTORY
SNO STATUS BSTART BEND SSTART SEND
A1111 3000 2015-07-01 9999-12-31 2015-08-31 2015-09-01
Dakle, sˇto se ticˇe tablice BSSTATUS, DB2 automatski azˇurira redak na koji se odnosi nave-
deni period te dodaje redak koji reprezentira stare vrijednosti za period koji nije ukljucˇen
u zadnjoj naredbi. Takoder, automatski su azˇurirani pripadni sistemski periodi. S druge
strane, u tablicu BSSTATUS HISTORY DB2 automatski dodaje redak na koji se odnosio
UPDATE i kraj pripadnog sistemskog perioda u tom retku azˇurira tako da mu dodjeljuje
vrijednost pocˇetka transakcije koja je mijenjala BSSTATUS. Promotrimo kako naredba
DELETE djeluje na nasˇe temporalne tablice. Rezultati su prikazani odmah u nastavku.
DELETE FROM BSSTATUS FOR PORTION OF BUSINESS TIME
FROM "2015-08-01" TO "2015-09-01" WHERE SNO = "A1111" ;
BSSTATUS
SNO STATUS BSTART BEND SSTART SEND
A1111 3000 2015-07-01 2015-08-01 2015-09-01 9999-12-31
A1212 1500 2015-09-01 9999-12-31 2015-08-31 9999-12-31
A1111 1000 2015-09-01 9999-12-31 2015-09-02 9999-12-31
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BSSTATUS HISTORY
SNO STATUS BSTART BEND SSTART SEND
A1111 1000 2015-07-01 9999-12-31 2015-08-31 2015-09-01
A1111 1000 2015-08-01 9999-12-31 2015-09-01 2015-09-02
Pretpostavimo da je netko slucˇajno izvrsˇio sljedec´u naredbu:
DELETE FROM BSSTATUS WHERE SNO = "A1212" ;
U tom slucˇaju tablice BSSTATUS i BSSTATUS HISTORY izgledaju ovako:
BSSTATUS
SNO STATUS BSTART BEND SSTART SEND
A1111 3000 2015-07-01 2015-08-01 2015-09-01 9999-12-31
A1111 1000 2015-09-01 9999-12-31 2015-09-02 9999-12-31
BSSTATUS HISTORY
SNO STATUS BSTART BEND SSTART SEND
A1111 1000 2015-07-01 9999-12-31 2015-08-31 2015-09-01
A1111 1000 2015-08-01 9999-12-31 2015-09-01 2015-09-02
A1212 1500 2015-09-01 9999-12-31 2015-08-31 2015-09-03
Korisnik A1212 zatrazˇio je ispis svih promjena na svojem racˇunu u zadnja tri mjeseca.
Rezultat sljedec´e naredbe sugerira da je dosˇlo do gresˇke:
SELECT * FROM BSSTATUS FOR SYSTEM TIME
FROM "2015-06-04" TO "2015-09-05" WHERE SNO = "A1212" ;
Ispis svih promjena prikazan je u nastavku:
SNO STATUS BSTART BEND SSTART SEND
A1212 1500 2015-09-01 9999-12-31 2015-08-31 2015-09-03
Specifikacija FOR SYSTEM TIME potaknula je automatsko pristupanje sustava DB2 ta-
blici BSSTATUS HISTORY i dohvac´anje trazˇene informacije. Pretpostavimo da nas zani-
maju iznosi na racˇunu korisnika na dan 3. rujna 2015.
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SELECT * FROM STATUS FOR BUSINESS TIME AS OF "2015-09-03" ;
Rezultat prethodnog upita odgovara drugom retku zadnje BSSTATUS tablice. Opcije za
sistemski period oblika FOR SYSTEM TIME mogu se upotrijebiti i za poslovni period
BUSINESS TIME, no potonji slucˇaj ne ukljucˇuje povijesne retke. Ilustrirajmo i rad nekog
operatora koji se primjenjuje na periode:
SELECT * FROM STATUS WHERE BUSINESS TIME CONTAINS "2015-07-20" ;
Prethodna naredba izazvala je gresˇku. Upiti s ostalim operatorima za rad s periodima iz
Tablice 3.1 takoder se ne mogu realizirati. Pretpostavljamo da operatori za periode nisu
podrzˇani u obliku koji je predstavljen u Poglavlju 3. No uocˇimo da koristec´i specifikaciju
FOR BUSINESS TIME prethodni upit mozˇemo preoblikovati tako da dobijemo zˇeljeni
rezultat. Promotrimo josˇ pitanje pakiranja tablice. Pretpostavimo da smo u BSSTATUS
ubacili josˇ jedan redak:
INSERT INTO BSSTATUS (SNO, STATUS, BSTART, BEND)
VALUES ("A2222", 2000, "2015-05-01", "2015-07-01"),
VALUES ("A2222", 2000, "2015-07-01", "2015-08-01") ;
Ocˇekivano dobivamo tablicu koja nije pakirana na BUSINESS TIME (nema promjena u
tablici BSSTATUS HISTORY):
BSSTATUS
SNO STATUS BSTART BEND SSTART SEND
A1111 3000 2015-07-01 2015-08-01 2015-09-01 9999-12-31
A2222 2000 2015-05-01 2015-07-01 2015-09-04 9999-12-31
A1111 1000 2015-09-01 9999-12-31 2015-09-02 9999-12-31
A2222 2000 2015-07-01 2015-08-01 2015-09-04 9999-12-31
U DB2 je ugradena posebna SET CURRENT TEMPORAL konstrukcija koja omoguc´uje
da rad s bazom podataka obavljamo u nekom trenutku u vremenu. Konstrukcije se mogu
primijeniti na BUSINESS TIME i SYSTEM TIME, no ne bi se trebale koristiti istovre-
meno. Pogledajmo primjer u nastavku:
SET CURRENT TEMPORAL BUSINESS TIME = "2015-09-01" ;
Formulacija za SYSTEM TIME je analogna. Pogled na tablicu BSSTATUS HISTORY
je nepromijenjen jer svi poslovni periodi sadrzˇe tocˇku "2015-09-01". Tablica BSSTATUS
prikazana je u nastavku:
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BSSTATUS
SNO STATUS BSTART BEND SSTART SEND
A1111 1000 2015-09-01 9999-12-31 2015-09-02 9999-12-31
Zakljucˇno, implementacija temporalne baze podataka koja zahtijeva odredena ogranicˇenja
za cˇuvanje referencijalnog integriteta ne mozˇe se jednostavno implementirati u DB2 sus-
tavu. Takoder, operatori za rad s periodima nisu dostupni u obliku koji je predstavljen u
standardu za SQL iz 2011. godine. Pitanje pakiranja tablice na neki period ostaje otvo-
renim. S druge strane, bitemporalne tablice mogu se jednostavno implementirati. Pored
tablice koja sadrzˇi trenutne retke, DB2 automatski generira tablicu u kojoj c´e se cˇuvati
povijesni retci. Operacije UPDATE i DELETE su maksimalno pojednostavljene. Sve u
svemu, DB2 podrsˇka za manipuliranje temporalnim podacima dobiva prolaznu ocjenu.
Zakljucˇak
U vec´ini baza podataka za svaki podatak pohranjuje se samo njegova najnovija vrijednost,
no temporalne baze podataka ukljucˇuju posebnu podrsˇku za vremensku dimenziju poda-
taka. Dopusˇta se pohranjivanje i azˇuriranje prethodnih i/ili buduc´ih vrijednosti podataka te
postavljanje temporalnih upita gdje uvjeti pretrazˇivanja ovise o vremenu. U radu se pred-
stavljaju napredni koncepti za upravljanje temporalnim podacima u relacijskom modelu za
bazu podataka. Baza podataka o dobavljacˇima i posˇiljkama temelj je za sve primjere u
radu, a formalne definicije primjera zapisane su u jeziku Tutorial D.
Temporalne podatke mozˇemo opisati kao kodirane reprezentacije tvrdnji koje imaju neku
vremensku oznaku: Dobavljacˇ S1 je sklopio ugovor koji vrijedi od 1. svibnja 2015. do 30.
travnja 2016. godine. Prethodna propozicija predstavlja moguc´u interpretaciju nekog retka
r u nekoj relaciji. Stvarno vrijeme odnosi se na nasˇa saznanja o temporalnim podacima,
a koncept transakcijskog vremena reprezentira povijest tih saznanja. Na primjer, stvarno
vrijeme za prethodnu propoziciju je razdoblje od 1. svibnja 2015. do 30. travnja 2016.
godine. Ako pretpostavimo da je originalni redak r u bazu podataka dodan u vremenu t1,
a zamijenjen nekim drugim retkom u vremenu t2, tada je transakcijsko vrijeme za danu
propoziciju interval od t1 do t2.
SNO FROM TO
S1 1. svibnja 2015. 30. travnja 2016.
Slika 4.1: Prikaz retka u temporalnoj relaciji
Kako bismo pravilno postupali s temporalnim podacima, bitno je uocˇiti potrebu za poseb-
nim tipom podataka u temporalnim bazama podataka – vremenskim intervalima – umjesto
parova FROM i TO vrijednosti. Interval i intuitivno shvac´amo kao uredeni niz tocˇaka ne-
kog tipa T. Pritom T najcˇesˇc´e reprezentira kalendarski datum. U radu predstavljamo niz
operatora za usporedbu intervala u temporalnim upitima: =, ⊇, ⊆, ⊃, ⊂, BEFORE, AF-
TER, OVERLAPS, MEETS, MERGES, BEGINS i ENDS. Skupovni operatori UNION,
INTERSECT i MINUS mogu se izravno primijeniti na intervale ako ih shvatimo kao skup
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tocˇaka. Takoder, definiramo operator COUNT(i) cˇija je povratna vrijednost broj tocˇaka u
nekom intervalu i.
Temporalni upiti koji su iznimno slozˇeni u terminima originalne relacijske algebre postaju
intuitivniji i jednostavniji u terminima operatora PACK i UNPACK. Pakiranje relacije na
atribut cˇije su vrijednosti intervali mozˇemo opisati kao odgovarajuc´u zamjenu parova in-
tervala njihovom unijom, pod pretpostavkom da je njihova unija definirana, sve dok daljnje
zamjene visˇe nisu moguc´e. Rezultat raspakiravanja prikazuje iste informacije kao i origi-
nalna relacija, no on je restrukturiran tako da su vrijednosti odredenog atributa intervali
kojima pripada samo jedna tocˇka. Operator PACK djeluje tako da se promatrana relacija
prvo raspakira na sve odredene atribute u bilo kojem redoslijedu, a tek onda pakira na te
iste atribute u tocˇno odredenom poretku. Operatori PACK i UNPACK mogu se iskoris-
titi kao temelj za definiranje U operatora koji omoguc´uju postavljanje temporalnih upita
na jednostavniji nacˇin. Definicije U operatora uglavnom slijede obrazac: Raspakiraj oba
operanda, primijeni odgovarajuc´u relacijsku operaciju, pakiraj rezultat. Dakle, operator
UNPACK je kljucˇna konceptualna komponenta nasˇeg pristupa upravljanju temporalnim
podacima u relacijskom modelu za bazu podataka.
Postoje tri razlicˇita pristupa temporalnom oblikovanju: samo since relacije, samo during
relacije, ili kombinacija prethodnih. Intuitivno, since relacija je relacija koja sadrzˇi podatke
koji trenutacˇno vrijede, a during relacija je relacija koja sadrzˇi povijesne podatke. Problem
u prvom pristupu je nemoguc´nost cˇuvanja cˇisto povijesnih zapisa, a u drugom pristupu pro-
blem je koncept sada za koji ne postoji adekvatno rjesˇenje. Opc´enito se predlazˇe pristup
koji kombinira since i during relacije. Tada treba postupati u skladu sa sljedec´im: Pre-
porucˇa se horizontalna dekompozicija pocˇetne relacije kako bi se odvojile trenutne i povi-
jesne informacije. Predlazˇe se da se sve since relacije normaliziraju u skladu s klasicˇnom
teorijom normalizacije do 5NF. Na kraju, preporucˇa se vertikalna dekompozicija svih du-
ring relacija u ireducibilne 6NF komponente.
U temporalnim bazama podataka mogu se pojaviti cˇetiri problema ako izostavimo odgova-
rajuc´a ogranicˇenja za cˇuvanje integriteta. Radi se o problemima redundancije, okolisˇanja,
kontradikcije i gustoc´e. Uvodi se sintaksa U KEY koja kombinira funkcionalnost rjesˇenja
prvih triju problema. Ostala ogranicˇenja za cˇuvanje integriteta zahtijevaju posebnu pazˇnju
te je u radu predstavljeno devet zahtjeva na bazu podataka o dobavljacˇima i posˇiljkama
cˇiji se analogoni mogu primijeniti na bilo koju temporalnu bazu podataka. Temporalno
oblikovanje koje ukljucˇuje since i during relacije rezultira najslozˇenijim ogranicˇenjima za
cˇuvanje integriteta temporalne baze podataka.
Postavljanje upita u temporalnim bazama podataka je dosta slozˇeno. Posebno su zanimljivi
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upiti kojima se azˇurira temporalna baza podataka. Prisjetimo se razmatranja o stvarnom i
transakcijskom vremenu. Ako je baza podataka jednom sadrzˇavala propoziciju p koja je
istinita, tada se ona smatra povijesnim zapisom, a povijesni zapisi bi se u temporalnoj bazi
podataka trebali cˇuvati zauvijek s odgovarajuc´im transakcijskim vremenom koje indicira
kada je p bila istinita. Medutim, p se ne smatra povijesnim zapisom ako naknadno utvrdimo
da je netocˇna, tek tada se p mozˇe azˇurirati. Azˇuriranje polutemporalne baze podataka ne
razlikuje se znacˇajnije od azˇuriranja bilo koje netemporalne baze podataka. Slucˇaj tempo-
ralne baze podataka sa samo during relacijama zahtijeva uvodenje operatora: U INSERT,
U DELETE, U UPDATE i PORTION DELETE.
Transakcijska vremena u temporalnim bazama podataka ne mogu se azˇurirati poput stvar-
nih vremena, njih odrzˇava sustav, niti smo u moguc´nosti postavljati upite koji su vezani uz
njih. Smatra se da transakcijska vremena moraju biti dostupna u standardnom relacijskom
obliku, odnosno potrebne su nam pomoc´ne relacije koje prikazuju povijest svih transakcija
za neku bazu podataka.
Odredene temporalne znacˇajke ukljucˇene su u zadnju verziju standarda za SQL 2011. go-
dine. SQL ne podrzˇava vremenske intervale, nego koristi periode koji se sastoje od parova
vrijednosti stupaca u SQL tablici. Odredeni operatori za rad s intervalima koje smo pred-
stavili u Poglavlju 1 imaju svoje SQL analogone koji se primjenjuju na periode. Opera-
tori koji nisu izravno podrzˇani mogu se izraziti pomoc´u postojec´ih. Standard za SQL ne
podrzˇava operatore PACK i UNPACK, U operatore, U KEY i odgovarajuc´e U operatore
za azˇuriranje temporalnih baza podataka. Oblikovanje temporalne baze podataka temelji
se na drugom pristupu sa samo during relacijama. SQL pruzˇa podrsˇku za transakcijko
vrijeme te za njega koristi izraz sistemsko vrijeme. SQL dopusˇta da sama tablica sadrzˇi
najvisˇe jedan period koji reprezentira sistemsko vrijeme. SQL tablica koja ima period koji
reprezentira aplikacijsko vrijeme i period koji predstavlja sistemsko vrijeme, nesluzˇbeno
se naziva bitemporalnom tablicom.
Pristup temporalnim podacima koji je predstavljen u Poglavljima 1 i 2 temelji se na apstrak-
tnom pojmu interval. Taj je pristup u potpunosti u skladu s fundamentalnim relacijskim
principima. SQL-ov pristup temporalnim podacima bazira se na pojmu period. Tempo-
ralne znacˇajke koje su ugradene u SQL dizajnirane su pod pretpostavkom da netemporalnu
bazu podataka mozˇemo pretvoriti u temporalnu samo dodavanjem stupaca koji predstav-
ljaju neku vremensku oznaku. Temporalne znacˇajke u standardu za SQL mogu se smatrati
velikim korakom u upravljanju temporalnim podacima, no nisu dovoljne da rijesˇe sve pro-
bleme koji dolaze s njima. U ovom trenutku vodec´e relacijske tehnologije za upravljanje
temporalnim podacima su Teradata Database, Oracle DB, IBM DB2, PostgreSQL i Micro-
soft SQL Server.
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U vec´ini baza podataka za svaki podatak pohranjuje se samo njegova najnovija vrijed-
nost, no odnedavno je moguc´e sacˇuvati i stare vrijednosti. Temporalne baze podataka su
takve baze podataka koje ukljucˇuju posebnu podrsˇku za vremensku dimenziju podataka.
To je sustav koji omoguc´uje posebne radnje poput pohranjivanja, pretrazˇivanja i azˇuriranja
temporalnih podataka. Svrha ovoga rada je objasniti razne tehnike koje su vezane uz obli-
kovanje i korisˇtenje temporalnih baza podataka. Opisali smo neke od problema koji se
pojavljuju u temporalnim bazama podataka i pokazali kako se mogu rijesˇiti u relacijskom
sustavu za upravljanje bazom podataka. Nasˇ pristup temporalnim podacima temeljio se
na korisˇtenju intervala kao takvih. Operator UNPACK bio je kljucˇna konceptualna kom-
ponenta nasˇeg pristupa upravljanju temporalnim podacima. Predstavili smo niz naprednih
temporalnih koncepata koji bi se mogli primijeniti na oblikovanje i azˇuriranje temporalnih
baza podataka, te u formulaciji ogranicˇenja za cˇuvanje integriteta i postavljanju temporal-
nih upita. Odredene temporalne znacˇajke ukljucˇene su u zadnju verziju standarda za SQL
2011. godine. U radu smo analizirali SQL podrsˇku za pristup temporalnim podacima.
Summary
Until recently, databases tended to focus on current information only, but now it is possible
to keep historical information as well. A temporal database system is one that includes
special support for the time dimension of data. It provides special features for storing,
querying and updating temporal data. The purpose of this paper is to explain various tec-
hniques involved in designing and using temporal databases. We described some of the
issues that arise in temporal databases and showed how they might be addressed in a rela-
tional database management system. Our approach to temporal data was based on dealing
with intervals as such. The UNPACK operator was a crucial conceptual component of
our approach to the management of temporal data in particular. We covered a range of
advanced temporal concepts that could be applied to temporal database design, temporal
database updates, and the formulation of integrity constraints and temporal queries. Tem-
poral database support was added to the SQL standard in the 2011 edition of that standard.
Therefore, we introduced some of the temporal features of the SQL standard.
Zˇivotopis
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