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Resumen
La Lógica, dirigida a estudiantes univer-
sitarios de Ingeniería, aporta al alumno
una visión razonada del aprendizaje basa-
da en la formalización del conocimiento y
en la automatización de distintas formas del
razonamiento humano [6].
Con el objetivo de potenciar su aprendizaje
nace First Order Logic in Moodle (FOLMO),
un software de fácil integración con Moodle
que permite el trabajo autónomo del alumno
mediante la realización de ejercicios propues-
tos por el profesor.
1. Introducción
La Lógica de Primer Orden (LPO) se ha con-
vertido en uno de los fundamentos matemáti-
cos y en una base formal indispensable en todo
ingeniero.
La formalización del conocimiento y la
automatización del razonamiento son primor-
diales en muchas áreas de la Informática. La
importancia de la lógica en los curriculums de
Informática va tomando cuerpo propio, debi-
do a sus aplicaciones en contextos específicos
tales como la Programación, la Ingeniería del
Software, el Diseño de Sistemas de Bases de
Datos y la Inteligencia Artificial [6].
Si bien en los últimos años han aparecido
diversos libros adaptados a la enseñanza de la
lógica para Informáticos, los alumnos que dan
sus primeros pasos con la LPO encuentran co-
mo principales dificultades la representación y
comprensión de este lenguaje, así como la tra-
ducción del lenguaje natural a las reglas de la
LPO [2].
Como complemento a estos textos, en In-
ternet encontramos diversas páginas, como la
Web de Logic software and logic education
[17], con numerosas herramientas especializa-
das en la enseñanza de la LPO. Entre ellas
podemos destacar Jape [14], LogicTutor [5],
LogicITA [7], PlogicTutor [15] o Online Infe-
rence and Verification system (OLIVER) [4]
que intentan ayudar al alumno con el aprendi-
zaje de la LPO.
Los principales problemas que presentan ca-
si todas estas herramientas son que no se cen-
tran en el lenguaje de la LPO sino en cómo
construir pruebas formales mediante el uso de
las reglas de deducción [14] y se limitan a la
lógica proposicional [5, 7, 15, 4].
Sin embargo, existe una aplicación que pro-
porciona todos los elementos necesarios para
ayudar adecuadamente a un estudiante en el
aprendizaje de la formalización en lenguaje
LPO. Dicho software se denomina Knowled-
ge Representation & Reasoning Tutor (KRRT)
[2].
Si bien la potencia de KRRT es innegable, a
nuestro entender presenta un grave problema:
su integración con Modular Object-Oriented
Dynamic Learning Environment (Moodle) [8]
es extremadamente compleja. Con la idea de
poder integrar fácilmente en Moodle una apli-
cación que comparta las mismas cualidades de
KRRT nace FOLMO (First Order Logic in
Moodle). Podemos definir a FOLMO como un
paquete software basado en KRRT de fácil in-
tegración con Moodle, que permite a los profe-
sores diseñar y proponer ejercicios online a los
alumnos para facilitarles la comprensión del
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lenguaje de la LPO.
Este artículo lo hemos estructurado de la
siguiente manera: primero vamos a describir
las características de KRRT. A continuación
veremos las propiedades de Moodle. Seguida-
mente describiremos las características y el
funcionamiento de FOLMO. Por último ter-
minaremos con las conclusiones de esta apli-
cación.
2. Knowledge Representation &
Reasoning Tutor (KRRT)
Knowledge Representation & Reasoning Tutor
(KRRT) es un sistema basado en la Web
que utiliza OTTER [19] como mecanismo
de razonamiento automático, y que ayuda al
estudiante en el aprendizaje de la LPO como
un lenguaje de representación y razonamiento
del conocimiento. Además ayuda a los estu-
diantes en la formalización del lenguaje natu-
ral al lenguaje de la LPO.
Para los autores de KRRT la realiza-
ción de ejercicios es una manera de apren-
der a representar el conocimiento. Dado
que las herramientas existentes no permi-
ten al alumno buscar alternativas equivalentes
a la formalización dada por el profesor,
desarrollaron KRRT.
KRRT usa diferentes estrategias para solu-
cionar tanto el problema de la representación
como el del razonamiento:
1. En la etapa de representación hace uso
de la arquitectura Formalization with an
Intelligent Tutor System (FITS) [1], basa-
do en el uso de sistemas automatizados de
razonamientos, tales como OTTER [19] y
Vampire [3], para demostrar la exactitud
de la formalización escrita por parte de
los usuarios.
2. En la etapa de razonamiento opta por
la generalización del procedimiento de
OLIVER [4], extendiendo su poder de
razonamiento de la Lógica Proposicional
a la LPO con igualdad.
En la Figura 1 vemos la arquitectura
modular de KRRT. Consta de dos interfaces,
una para el alumno y otra para el profesor.
Figura 1: Arquitectura FITS
Dichas interfaces están comunicadas entre si
gracias a la Base de Datos, donde se almace-
nan los ejercicios y las respuestas, y el módu-
lo experto que es el encargado de comprobar,
gracias a OTTER, si las respuestas del alumno
son equivalentes a las respuestas del profesor.
3. Modular Object Oriented
Dynamic Learning Environment
(Moodle)
Como se indica en la propia documentación de
Moodle [9]: ”Moodle es un paquete de software
para la creación de cursos y sitios Web basa-
dos en Internet. Es un proyecto de desarrollo
diseñado para dar soporte a un marco de edu-
cación social constructiva”.
Estamos hablando pues de un Learning
Content Management System (LCMS), un sis-
tema de gestión de contenidos (CMS) que se
utiliza para la enseñanza [16].
Las características que proporciona Moodle,
y que le hacen ser un referente entre los LCMS,
son: es software libre licenciado bajo la Li-
cencia Pública GNU, promueve una pedagogía
constructiva social (colaboración, actividades,
reflexión crítica, etc.), tiene gran disponibili-
dad, es estable, fácil de usar y seguro.
Pero hemos de decir que una de las caracte-
rísticas más importantes que Moodle presenta
es su arquitectura modular, es decir, permite
aumentar las prestaciones del mismo median-
te la inserción de nuevos módulos. Debido a
esto podemos encontrar en la página Web de
Moodle [10] multitud de módulos disponibles
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para esta plataforma implementados por los
desarrolladores de Moodle y por terceras em-
presas y/o personas.
Tras un estudio detallado de todos y cada
uno de ellos podemos afirmar que no hay un
módulo específico para el aprendizaje del len-
guaje LPO.
4. First Order Logic in Moodle
(FOLMO)
Según un estudio de uso de Moodle en las Uni-
versidades Españolas [12], la gran mayoría de
ellas usan Moodle como plataforma de apren-
dizaje. En nuestro caso particular esto tam-
bién se cumple, salvo en aquellas asignaturas
que en sus guías docentes tocan conceptos de
la LPO. En estas es KRRT la principal he-
rramienta usada para la comprensión de este
lenguaje. Para solucionar los problemas que
conlleva el uso de dos herramientas distintas,
pensamos en la posibilidad de unificarlas.
Tras estudiar diversas posibilidades llega-
mos a la conclusión que la integración de
KRRT en Moodle no es posible ya que, co-
mo hemos visto en los apartados anteriores,
KRRT y Moodle usan arquitecturas diferen-
tes.
Entonces, nos planteamos el desarrollo de
FOLMO. Para ello vimos dos opciones que nos
permitían su integración en Moodle:
1. Crear un nuevo módulo. El principal
problema que presenta esta solución, es
su realización siguiendo las normas que
Moodle nos ofrece [11]. Esto conlleva un
alto coste de desarrollo, ya que hay que
implementar los archivos y funcionalida-
des del módulo partiendo desde cero.
2. Aumentar las características de un módu-
lo existente. Esto siempre que no tenga-
mos que modificar el código de los archi-
vos que compongan dicho módulo.
De las dos posibles soluciones, hemos imple-
mentado la segunda. Entre todos los módulos
existentes en Moodle (módulo de tareas, fo-
ro, encuesta, etc.) consideramos que el módu-
lo cuestionario, por sus características, es el
idóneo para integrar nuestro sistema.
Figura 2: árbol jerarquía de Moodle
4.1. El módulo cuestionario
Este módulo ofrece la posibilidad de diseñar
y plantear cuestionarios que se califican auto-
máticamente y en el momento [9].
Además dispone de varios tipos de pregun-
tas: preguntas verdadero/falso, de múltiple
elección, de respuestas cortas, etc. De todos
estos tipos ninguno se adapta al aprendizaje
del lenguaje de la LPO, ya que:
1. No hacen uso de una herramienta para
comprobar la corrección de las respuestas
escritas en lenguaje de la LPO.
2. El módulo cuestionario usa un editor que
se carga por defecto, el cual no contiene
los símbolos necesarios a usar en el len-
guaje de la LPO.
Los distintos tipos de preguntas se encuen-
tran divididos por carpetas. Con esta organiza-
ción la inserción de un nuevo tipo de pregunta
se realiza mediante la creación de una nueva
carpeta dentro de este módulo.
Cada carpeta consta de ficheros comunes a
implementar (ver la Figura 3), pero a la vez
independientes del resto de tipos de preguntas.
Los ficheros editquestion.html y
editquestion.php son los encargados de
realizar la interfaz del profesor, tanto para
crear una nueva pregunta como para editar
una existente.
El fichero display.html es el encargado de
realizar la interfaz para el alumno. Los da-
tos que muestra se obtienen gracias al fichero
questiontype.php.
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Figura 3: Archivos a implementar para un tipo de
pregunta
El fichero questiontype.php es muy im-
portante ya que define la clase del tipo
de pregunta, que en nuestro caso es ques-
tion_logic_qtype, y además es el encargado
de crear una instancia de nuestro tipo de pre-
gunta y hacerlo visible para el profesor en el
menú de selección del nuevo tipo de ejercicio.
4.2. Implementación de FOLMO
Para crear FOLMO como un nuevo tipo de
pregunta en Moodle, lo primero que hicimos
fue crear una carpeta llamada logic dentro de
la carpeta type que está en la carpeta ques-
tion del directorio de Moodle. En esta carpeta
creamos los ficheros que vimos en la Figura 3.
Además creamos en la Base de Datos las ta-
blas: logic, premisas, conclusiones, variables y
predicados. Especial explicación necesita la ta-
bla logic que es donde se guarda la información
general del tipo de ejercicio como el identifica-
dor, la pregunta, las respuestas de las premisas
y de la conclusión.
A continuación vamos a explicar la funcio-
nalidad que hemos implementado en los fiche-
ros. Empezaremos con el fichero que tiene la
funcionalidad del módulo, después explicare-
mos el fichero del alumno y seguidamente los
ficheros que forman la parte del profesor.
En el fichero questiontype.php creamos la
clase question_logic_qtype e implementamos
las funciones que aparecen en el diagrama
UML de la Figura 4.
Figura 4: Clase question_logic_qtype
Con la llamada a la función sa-
ve_question_options almacenamos en
las tablas propias del módulo el ejercicio in-
troducido por el profesor. Antes de guardarlo,
verificaremos que es correcto mediante la
llamada a OTTER.
Para verificar un ejercicio
e={(p1..pn)(c1..cm)}, siendo pi las pre-
misas y cj las conclusiones introducidas por
el profesor, llamamos a OTTER mediante
otter(p1, p2, .., pn,−c1,−c2, ..,−cm) y nos
devolverá si ha habido error o no.
Mediante la llamada a delete_question, el
profesor borra el ejercicio seleccionado.
La función print_question_formula-
tion_and_controls carga las opciones del
ejercicio para su realización por parte del
alumno.
La función save_session_and_responses es
llamada para almacenar en las tablas de la Ba-
220 Evaluación del alumnado
se de Datos las respuestas del alumno, una vez
haya finalizado el ejercicio.
La función grade_responses se encarga de
calcular la nota del alumno. Para ello, hace uso
de la función compare_responses, y una vez
ha obtenido el resultado de las comparaciones
devuelve la nota que se ha obtenido.
La función compare_responses compara las
respuestas del alumno r={(p11..p1n)(c11..c1m)},
siendo p1i las premisas y c1j las conclusiones,
con las dadas en el ejercicio e (definido ante-
riormente) del profesor. Para ello vamos in-
vocando a OTTER de la siguiente manera
otter(−(p11 ↔ p1)) ∧ .. ∧ otter(−(p1n ↔ pn)) ∧
otter(−(c11 ↔ c1)) ∧ .. ∧ otter(−(c1m ↔ cm))
y nos va devolviendo en cada caso si son
equivalentes las respuestas o no.
Añadimos al fichero questiontype.php la
funcionalidad para que añada el tipo de pre-
gunta al menú desplegable de selección de tipo
de cuestión para que el profesor pueda selec-
cionarlo.
Figura 5: Menú de selección del tipo de ejercicio
En la parte del alumno, implementamos el
archivo display.html, que creará dinámicamen-
te la interfaz del alumno con los datos obteni-
dos al cargar el ejercicio. Declaramos tantos
editores como premisas y conclusiones conste
el ejercicio.
Este editor está basado en TinyMCE [13],
y reemplaza al editor por defecto de Moodle,
facilitando la escritura de premisas y conclu-
siones gracias a la barra de herramientas que
hemos personalizado. Consta de los símbolos
básicos de la LPO y su inserción se realiza me-
diante un click en uno los botones (ver Figu-
ra 7).
En display.html las comparaciones de las
respuestas del alumno son independientes
del resto de premisas, comparamos median-
te OTTER la premisa/conclusión selecciona-
da por el alumno con la dada por el profesor,
siendo la llamada otter(−(z1i ↔ zi)), z1i es la
premisa/conclusión del alumno y zi la dada
por el profesor.
En la parte del profesor, el fichero
editquestion.php obtiene los valores de inicia-
lización de la pregunta, siendo estos: los sím-
bolos (variables y premisas), predicados, con-
clusiones y el nombre del ejercicio. Con estos
datos editquestion.html creará la interfaz, in-
sertando dos editores personalizados, uno para
insertar las premisas y otro para insertar las
conclusiones. Estos editores son iguales a los
vistos en la parte del alumno.
Las premisas y conclusiones introducidas se
muestran en una tabla debajo de cada editor,
permitiendo al profesor editar o borrar cada
una de ellas.
En este fichero, la llamada a OTTER se rea-
liza con todas las premisas y conclusiones in-
troducidas.
La aplicación se puede poner tanto en inglés
como en castellano.
4.3. FOLMO para el profesor
Cuando un profesor vaya a crear una nueva
pregunta para su test verá que en el menú
desplegable aparece el tipo logic tal como ob-
servamos en la Figura 5.
En la Figura 6 vemos la primera parte de la
interfaz a la que este tipo da lugar.
Figura 6: Detalle interfaz profesor. Añadir variable
y predicado
Lo primero que debe hacer el profesor es in-
troducir el nombre de la pregunta (Question
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name).
Después pasará a declarar los símbolos,
variables y predicados, que usará tanto en las
premisas como en las conclusiones. El profesor
debe saber que tanto las variables como los
predicados tienen restricciones al declararlas:
empezar con letra, no ser una palabra reser-
vada ni haber sido declarada en el ejercicio,
no contener espacios y estar compuestas sólo
por caracteres. Si ha habido o no un error en
la declaración, nos aparecerá un mensaje en el
correspondiente campo que se encuentra deba-
jo de la introducción del texto, como podemos
observar en la Figura 6.
El siguiente paso consiste en ir creando las
premisas. En la Figura 7 vemos los elementos
que hemos creado para esto.
Figura 7: Interfaz Profesor. Detalle editor premisas
Tenemos un campo para insertar el texto
a formalizar (Text to Formalize), dos listas
desplegables que se van actualizando cada vez
que añadimos una nueva variable o predicado
y un editor personalizado, explicado anterior-
mente, en donde escribiremos las cláusulas.
Una vez que hemos escrito la formalización
en el editor, pulsamos en el botón Add Premi-
se que aparece en la Figura 7 para almacenarla
temporalmente hasta que se envíe el formula-
rio.
Al terminar de insertar las premisas, el pro-
fesor tiene que añadir las conclusiones.
En la Figura 8 observamos los elementos
existentes para insertar una conclusión.
Estos elementos son los mismos que en la
inserción de una premisa, al igual que el me-
Figura 8: Interfaz profesor. Detalle editor conclu-
siones
canismo de insertarla, debiendo pulsar sobre el
botón Add Conclusion para añadirla a la lista.
Una vez definidas las premisas y las conclu-
siones, observamos en la Figura 9 la existencia
de un botón ”Comprobar”, que es el encargado
de validar el ejercicio como hemos visto ante-
riormente.
Figura 9: Interfaz profesor. Detalle botón compro-
bar y mensaje
Apreciamos en la Figura 9 el mensaje de la
formalización, siendo el primer texto en caso
correcto y el segundo en caso de error.
Una vez que el profesor ha terminado de in-
troducir los símbolos, las premisas y las con-
clusiones, tiene que pulsar en el botón Save
Change para terminar el ejercicio.
4.4. FOLMO para el alumno
El alumno al entrar en el ejercicio se encuen-
tra con los editores de las premisas y de la
conclusión a la que tiene que llegar. Debe de
ir respondiendo a las preguntas en sentido des-
cendente. Aunque el orden no influye en el re-
sultado de la prueba, si puede influir en una
mejor comprensión por parte del alumno.
Como apreciamos en la Figura 10 encon-
tramos un campo Formalize donde muestra el
texto a formalizar por el alumno, teniendo que
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Figura 10: Interfaz alumno. Detalle editor premi-
sas
escribir la solución en el correspondiente edi-
tor. Este editor es idéntico al del profesor. Al
seleccionar un campo de una de las listas mos-
trará su valor en el editor al que pertenezca la
lista.
Debajo del editor, el alumno tiene a su dis-
posición un botón, Comprobar, cuya función
es la de comparar su formalización con la da-
da por el profesor. El resultado se mostrará
en el lado derecho del botón, como podemos
apreciar en la Figura 10.
El editor para las conclusiones es igual que
para las premisas, como podemos observar en
la Figura 11.
Figura 11: Interfaz alumno. Detalle editor conclu-
siones
Los elemento de una conclusión y el meca-
nismo para insertarla es idéntico al de insertar
una premisa.
En la Figura 10 vemos una formalización co-
rrecta, mientras que en la Figura 11 se ha en-
contrado algún error.
Una vez haya terminado el alumno el ejerci-
cio, tendrá que hacer click en el botón Submit
de la Figura 12, en este caso la finalización del
ejercicio es correcta y se muestra la nota que
ha obtenido el alumno, 1/1.
Figura 12: Terminación del ejercicio mostrando la
nota obtenida
5. Conclusiones
Este trabajo es la presentación de FOLMO co-
mo herramienta para ayudar a los alumnos en
el aprendizaje de la formalización del lenguaje
natural al lenguaje de la LPO.
Además hemos conseguido una herramienta
de fácil integración en Moodle que dispone de
la misma funcionalidad que KRRT, y con la
que evitamos dualidad de herramientas para
el aprendizaje de la LPO.
Otro aspecto a destacar es el fácil manejo de
FOLMO, tanto por la creación simple e intui-
tiva de ejercicios por parte de los profesores,
como la flexibilidad y facilidad de uso en la rea-
lización de los ejercicios por parte del alumno.
No obstante, la interfaz es mejorable con el
uso de nuevas tecnologías como es Ajax [18], ya
integrada en Moodle 1.9, permitiéndonos aña-
dir nuevas funcionalidades como son: el uso de
teclas rápidas en conectores y cuantificadores
de la LPO, analizar posibles errores léxicos y
semánticos de forma online antes de añadir la
premisa/conclusión, detección de variables y
predicados repetidos, así como la inserción de
una variable/predicado mediante texto predic-
tivo.
Un posible problema que nos podemos en-
contrar, es el uso de Ajax para integrar alguna
de estas funcionalidades, ya que la versión que
integra Ajax en Moodle es la 1.9, y FOLMO
está pensado para la versión 1.6 de Moodle.
Actualmente FOLMO se está probando en
diversas asignaturas de la Universidad de
Huelva en el curso 2008/2009, y se intentará
implantar para el curso 2009/2010 en el res-
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to de asignaturas, donde se estudiará el ren-
dimiento académico obtenido por los alumnos
mediante la realización de estos ejercicios.
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