Abstract-The Aspect Integrator Platform (AIP) from ABB was designed to build the next generation of industrial automation applications. This platform is part of a set of products that provide the means to model, control and supervise continuous or discrete processes in various market domains, ranging from chemical and metal to paper and consumer industries. Each product works at a different level in the manufacture process, but all of them rely on a common architecture for interoperability. The current AIP architecture provides considerable flexibility in terms of modelling domain information and dynamically modifying it at run-time. This flexibility imposes further requirements on the installation and maintenance of applications because dependencies among its components change dynamically. In this paper, we study the different kind of dependencies that can arise between components and show them in the context of an example from automotive industry. We show how dependency tracking and consistency of domain information can be supported by representing the actual platform concepts in XML due to the structuring and validation properties of XML schemas.
I. INTRODUCTION
The ABB automation platform, named Aspect Integrator Platform (AIP), is designed to be the future platform for industrial automation applications. This platform is part of a set of products that provide a process control system which is used to control continuous or discrete processes in various market domains, ranging from industrial systems for power plants, utilities, pulp and paper, metals and minerals, chemicals and consumer industries [1] . The Aspect Integrator Platform implements functions of process control and supervision. Information on the process status and its history as well as alarm and event information is gathered, analyzed and presented to the operator who decides for example to change a setpoint of the process based on this information. The platform provides a graphical user interface to present the process status and history as well as control interface to connect to the devices. The platform has to provide a high level of reliability, compatibility and stability [2] , [3] . Often, it is not possible to interrupt a process just to upgrade the application as industrial processes are running 24 hours a day.
Since the basic functionality and characteristics do not vary much across different market domains, the main motivation to build a software platform for an automation system is to foster the idea of reuse by avoiding parallel developments in different businesses, harmonizing interfaces to third party applications, and focusing on product lines for different market segments [4] , [5] .
In addition to the above-mentioned functionality, the AIP architecture provides considerable flexibility in terms of modelling information on the technical process and modifying it at run-time. Automation applications may consist of hundreds to thousands of domain objects, which can be structured into various hierarchies thus representing a technical system from different viewpoints, e.g. functional view or product-oriented view. New domain objects can be added during run-time to the system. This flexibility requires a sophisticated way of handling dependencies when a new system is designed, installed, and maintained. In a realistic example modelling a shop floor, we show how dependency tracking and consistency between domain objects can be supported by representing the actual platform concepts in XML and using this definition to verify dependencies in an application specific context.
II. CONCEPTS OF THE ASPECT INTEGRATOR PLATFORM
As an example of an automation application consider a performance monitoring tool for a factory producing equipment for the automotive industry. The shop floor consists of a series of cells in which one or several robots are producing the equipment. The robots are controlled via specific control software. For each cell exists a daily plan of how much this cell should produce and how the individual robots are to be controlled. The goal is to monitor the entire floor to detect failures as early as possible and to report on performance indicators.
The main AIP software concepts that allow the realization of such an automation applications are Aspect Objects and Aspects, their corresponding types Object Types and Aspect Types, and hierarchical Structures. Domain objects such as the robot or the cell are represented by Aspect Objects. Different characteristics (views) of the Aspect Object such as production plan or status indicators are defined by Aspects. An Aspect holds the data associated, the corresponding behavior, as well as the graphical user interface (GUI) and is implemented through COM software components. In a way, Aspects can be compared to methods in the Object Oriented sense; in addition they also contain the data of an application (a function which is provided by the attributes, class and its instances in Object Orientation). AIP further provides a means for structuring the set of objects pertaining to a controlled process into multiple hierarchical Structures based on the standard IEC1346 [6] . They describe the functional, the location-based, productoriented, or control-network oriented viewpoint of a technical system and facilitate information navigation [4] , [7] . Fig. 1 shows in the left column the cells and robots as Aspect Objects organized hierarchically in the functional structure of the shopfloor example. A cell is visually represented as rectangle that turns from green to red whenever a failure occurs in one of its robots. The Aspects graphicalCell of a cell and RobotState of a Robot achieve this behavior. The Aspect RobotState retrieves the actual value of the robot state via the OPC interface. Once this the state of all robots in a cell is known, the graphicalCell Aspect can compute and represent its state. An Aspect Object may be instantiated from a template called Object Type. It defines the type and number of Aspects that the instantiated Aspect Object contains. It can define the number of children objects present in an Aspect Object (instantiation of composite objects). An Object Type also provides a mechanism for defining an Aspect that is shared by all Aspect Objects of the Object Type. This notion is similar to the notion of class variable in Object Orientation. In the current platform, the notion of Object Type is weak; an Aspect Object instantiated from an Object Type can be modified afterwards. Aspect Types are beside Object Types the main concept for software reuse in AIP. They allow reuse of software components through the AIP infrastructure. Newly created Aspects come into existence through the fact that a set of components is registered with the AIP infrastructure in the form of Aspect Types. In the shop floor example, the characteristics of the cells graphicalCellType and robots RobotStateType are defined once as AspectTypes and registered in the platform. Then they are referenced in the corresponding Object Types CellType and RobotType (Fig. 2) to ensure that each cell and each robot instantiated from its type holds the corresponding Aspects. The basic set of components distributed with AIP contains functionality for alarm and event handling, historical data management and trending, viewing web/HTML pages, wrapping Win32 applications and MS ActiveX components. In addition, an OPC Service is provided by the platform. It connects the AIP concepts to control variables emitted by the controllers of the actual process and respects the OPC standards for acquisition of process data [8] . The shop floor example with the cell and robot object types. Each Aspect Object instantiated from RobotType will contain the Aspect RobotState.
Objects and their organization in hierarchical Structures can be manually defined during run-time in the Plant Explorer, an interactive interface for AIP, similarly to creating directories in the Windows Explorer. Fig. 1 shows the functional structure of the shop floor example. The platform is extensible integrating new Aspects that are programmed in Visual Basic or C++ using the ABB Automation Model and registered with the platform. The implementation of a component can also make use of the ABB Automation Model to programmatically navigate through Structures in order to reach the leaves in which Aspect Objects and their Aspects are located. This allows the creation of run-time dependencies between AIP software components and the creation or deletion of instances on the fly. In the robot example the graphicCell Aspect implementation uses the ABB Automation model to gather the state of all of its robots through calling the RobotState Aspects. Aspects in AIP support the idea of separating concerns (views) from the representation of the domain through Aspect Objects, similar to Aspect-Oriented Programming (AOP) [9] . An Aspect in AOP is a module whose implementation cuts across several modules. An AIP Aspect is a software piece which can be reused in several Aspect Objects. However, Aspects in AIP are a means to encode functionality in an industry specific platform incorporating standards, while aspects in AOP rather constitute entities in a programming methodology supported with tools.
AIP proves great flexibility with modelling user-specific domain objects and Structures at run time and also with implementing new Aspect Types, which then can be reused in different domain objects. It is possible to add in a later phase a Maintenance Aspect to the RobotType and the CellType without changing other parts of the application. Robot and Cell Aspect Objects created prior to this change will have to be recreated to take the Maintenance Aspect into account. In other words, a new project has to take care of additional dependencies of the cell and robot types and the Aspect. This flexibility in application design increases the need for tracking dependencies between AIP concepts to ease installation and maintenance of AIP applications containing many domain objects. We show how this can be tackled without changing the architecture.
III. XML REPRESENTATION FOR AIP
In this chapter, we present the original motivation that led us to design an XML representation for AIP. Later on, we show how XML could support further integration at different levels: data, communication and even graphical level.
The different components that build up an AIP project usually have interdependencies among them. We can classify these dependencies according to the following criteria: 1) Object instantiation: An Aspect Object is an instance of an Object Type.
2) Aspect instantiation: An Aspect depends on its Aspect
Type. 3) An Aspect Object depends on the Aspects it contains. 4) An Object Type depends on the Aspect Types it designates. 5) Inheritance: An Object Type can be a subtype of another. 6) An Aspect can call a function or use the properties of another Aspect during execution. The first four types of dependencies are summarized in Fig. 3 . These four dependencies, together with the fifth one (inheritance) are structural dependencies. By structural, we mean that a component cannot lie in a project if the components on which it depends are not present. For instance, an Aspect Object cannot be correctly instantiated without its Object Type. This is important when installing the components of an existent AIP project into a new system, i.e. exporting the components from one project to another. Structural dependencies affect the way components must be loaded in the platform, since AIP does not support forward references. This means, for example, that an Object Type must be actually present in a system before any of the Aspect Objects of this type is loaded.
Object Types have advanced features that allow a finer grained control of instantiations than that of the classes we can find in usual object oriented languages. Apart from the Aspects it will contain, we can control, if we want to create a composite type, the type and the number of children that an Aspect Object will have. In this way, an Aspect Object has a stronger dependency on its Object Type than just simple instantiation.
The last kind of dependency affects only run-time behavior, we call it therefore a run-time dependency. Contrary to what it happens with structural dependencies, the loading order in a system is not important for components with run-time dependencies. The Aspect that has a run-time dependency on other Aspects can be loaded in any order with respect to these latter. Nevertheless, if they are not present when the Aspect is activated, a run-time error will be raised. An Aspect can access the exposed properties and operations of any other Aspect in the system once it has localized it in the system Structures. The path from one Aspect to another is usually stated in the source code of the caller Aspect. That is why this kind of dependency could only be detected by code inspection and, consequently, it is harder to detect than structural dependencies.
As it is the user who must keep track of component dependencies currently with AIP, we decided to implement a tool that could automatically extract the set of structural dependencies for a given component and represent them graphically and that extracts the AIP concepts in a strict order. This can then be used to correctly import and export an application, for example. XML was chosen as the intermediate language for stating these dependencies for several reasons:
XML is a publicly available standard [10] . XML is platform independent. XML allows structured content. XML Schemas allow the validation of XML documents. A great number of programs and APIs allow the easy creation and manipulation of XML data. Moreover, XML has mechanisms that allow the identification of single entities within a document. Since each AIP component (as any COM component) has a unique identifier, these mechanisms were the ones used to reference already defined components in the document and detect dependencies. Besides, XML documents present a tree structure suitable for representing the aspect structures defined in the IEC 61346 [6] standard, which are also organized in the form of a tree.
Once the XML document is completed, the dependency information is passed to a visualization tool that displays a dependency graph.
IV. REALIZATION
In order to represent an AIP project using XML, we consider that at least two documents are necessary:
An XML Schema for describing AIP concepts and the project types. An XML file containing the representation of all the objects in the system. We have selected the XML Schema format among other possible solutions for structuring our XML documents. This choice has been made for several reasons. Apart from the fact that XML Schema is a W3C recommendation [10] , its type support and its ability for expressing relationships among elements have made it an essential tool for our project. Other schema languages were rejected because they were in an experimental state or not so widely accepted as XML Schema. The use of DTDs, which is another W3C recommendation, was discarded because of its lack of advanced built-in data types. Besides, XML Schemas are written in XML itself, while DTDs, although SGML compliant, are expressed in a different language (a kind of BNF grammar). That makes the use of XML Schemas for XML formatting purposes more consistent.
The XML Schema that we use for our project holds the definition of complex types that model AIP concepts (structures, aspect objects, aspects, etc) and the object types defined by the user (Table I ). Thanks to the modularization capabilities of XML Schemas, the types defined can be grouped in different Schema files for better maintenance.
Finally, the XML file will contain all the Aspect Objects that compose the system, along with their respective Aspects (Table II) . This XML file will conform to the previous schema. Validation tools are available to check the conformity of an XML file to an XML Schema. Most XML programming libraries can also validate XML documents. This allows the detection of inconsistencies every time a modification takes place. For example, we have seen above (section III) that an Object Type can determine the number of children objects that an Aspect Object can hold. Let us imagine that we declare the minimum number of children to be two and we instantiate the Object Type, resulting in an Aspect Object with two children. Afterwards, we change our Object Type definition, so the minimum number of children is now three. The Aspect Object previously created has been left in an inconsistent state regarding its Object Type definition, since it only has two children. With the XML approach, these types of inconsistencies will be automatically detected as soon as we validate the XML document against its XML Schema.
Let us see the example of the robot cells using a simplified XML model of the platform. For this simplified example, we selected two structures among the ones that are present in every AIP project: 1) A Location Structure, which organizes the Aspect Objects according to their location in the plant. 2) An Aspect System Structure, which is a kind of repository of all the Aspects available for being used by Aspect Objects. Also for simplicity, we have avoided the description of Object Types in our XML Schema (there is no Object Type Structure, for instance). Instead, we have directly used complex types to define the contents of the different Aspect Objects.
We have divided this schema into two. The first one (Table I ) describes the actual System element and Structures that the project is going to handle. The second one (Table III) defines the concrete Object Types that model the Aspect Objects in the project: Factory, Cell and Robot. This latter schema is joined to the first by means of an include statement.
<?xml version="1.0" encoding="UTF-8"?> <xs:schema targetNamespace="http://lgl.epfl.ch/AIP" xmlns:xs="http://www.w3.org/2001/XMLSchema" xmlns="http://lgl.epfl.ch/AIP" elementFormDefault="qualified" attributeFormDefault="unqualified"> <xs:include schemaLocation="Robot_Cells.xsd"> <xs:element name="RobotCellsSystem"> <xs:annotation> <xs:documentation> System representing a robotized automation plant </xs:documentation> </xs:annotation> <xs:complexType> <xs:sequence> <xs:element name="LocationStructure" type="LocationStructureType"/> <xs:element name="AspectSystemStructure" type="AspectSystemStructureType"/> </xs:sequence> </xs:complexType> <xs:unique name="ObjectUn"> <xs:selector xpath=".//*"/> <xs:field xpath="@ObjectID"/> </xs:unique> <xs:key name="AspectKey"> <xs:selector xpath="./AspectSystemStructure/*"/> <xs:field xpath="@AspectID"/> </xs:key> <xs:keyref name="AspectRef" refer="AspectKey"> <xs:selector xpath=".//*"/> <xs:field xpath="@AspectID"/> </xs:keyref> </xs:element> <xs:complexType name="LocationStructureType"> <xs:sequence> <xs:element name="Factory" type="FactoryType"/> </xs:sequence> </xs:complexType> <xs:complexType name="AspectSystemStructureType"> <xs:sequence> <xs:element name="NameAspect"> <xs:complexType> <xs:simpleContent> <xs:restriction base="AspectType"/> </xs:simpleContent> </xs:complexType> </xs:element> <xs:element name="DescriptionAspect"> <xs:complexType> <xs:simpleContent> <xs:restriction base="AspectType"/> </xs:simpleContent> </xs:complexType> </xs:element> </xs:sequence> </xs:complexType> </xs:schema> In the schema, we define three different kinds of Aspect Objects: Factory, Cell and Robot. A Factory is build up of Cells and each Cell can hold up to four Robots. This kind of constraints will be checked by the validation tool through the entire XML document. For instance, it will not be allowed for <?xml version="1.0" encoding="UTF-8"?> <RobotCellsSystem xmlns="http://lgl.epfl.ch/AIP" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://lgl.epfl.ch/AIP G:\Robot\Robot_Cells.xsd"> <LocationStructure> <Factory ObjectID="obj-001"> <Name AspectID="asp-001">Robotics</Name> <Description AspectID="asp-002"> The automatic robot plant </Description> <Cell ObjectID="obj-010"> <Name AspectID="asp-001">Cell 1</Name> <Robot ObjectID="obj-100"> <Name AspectID="asp-001">Painter</Name> </Robot> <Robot ObjectID="obj-101"> <Name AspectID="asp-001"></Name> </Robot> </Cell> <Cell ObjectID="obj-011"> <Name AspectID="asp-001">Cell 2</Name> <Robot ObjectID="obj-102"> <Name AspectID="asp-001">Assembler</Name> </Robot> <Robot ObjectID="obj-103"> <Name AspectID="asp-001">Screwdriver</Name> </Robot> </Cell> </Factory> </LocationStructure> <AspectSystemStructure> <NameAspect AspectID="asp-001"/> <DescriptionAspect AspectID="asp-002"/> </AspectSystemStructure> </RobotCellsSystem> Similarly, it will not be possible for a Cell to have more than four Robots.
We can also observe that all these complex types that represent Object Types are derived by extension from one complex type called ObjectType. This is an empty complex type that only defines a new attribute, ObjectID, which is inherited by all the derived types. This attribute is used to uniquely identify each object in the system. In order to assure the uniqueness of the attribute value, a unique tag has been used in the schema.
Apart from the children Aspect Objects, each complex type definition holds the Aspect Types that an object will instantiate. Thus, a Factory will have both Name and Description Aspects, whilst a Cell and a Robot will only have a Name Aspect. In an AIP system, Aspects keep references to their definitions, located in the Aspect System structure. In order to simulate this dependency, each Aspect of an Aspect Object has an AspectID attribute whose value must be equal to the AspectID attribute of the elements in AspectSystemStructure. This constraint is enforced by the key and keyref tags in the <?xml version="1.0" encoding="UTF-8"?> <xs:schema targetNamespace="http://lgl.epfl.ch/AIP" xmlns:xs="http://www.w3.org/2001/XMLSchema" xmlns="http://lgl.epfl.ch/AIP" elementFormDefault="qualified" attributeFormDefault="unqualified"> <xs:complexType name="ObjectType"> <xs:attribute name="ObjectID" type="xs:string" use="required"/> </xs:complexType> <xs:complexType name="FactoryType"> <xs:complexContent> <xs:extension base="ObjectType"> <xs:sequence> <xs:element name="Name" type="AspectType"/> <xs:element name="Description" type="AspectType"/> <xs:element name="Cell" type="CellType" maxOccurs="12"/> </xs:sequence> </xs:extension> </xs:complexContent> </xs:complexType> <xs:complexType name="CellType"> <xs:complexContent> <xs:extension base="ObjectType"> <xs:sequence> <xs:element name="Name" type="AspectType"/> <xs:element name="Robot" type="RobotType" maxOccurs="4"/> </xs:sequence> </xs:extension> </xs:complexContent> </xs:complexType> <xs:complexType name="RobotType"> <xs:complexContent> <xs:extension base="ObjectType"> <xs:sequence> <xs:element name="Name" type="AspectType"/> </xs:sequence> </xs:extension> </xs:complexContent> </xs:complexType> <xs:complexType name="AspectType"> <xs:simpleContent> <xs:extension base="xs:string"> <xs:attribute name="AspectID" type="xs:string" use="required"/> </xs:extension> </xs:simpleContent> </xs:complexType> </xs:schema> RobotCellsSystem definition. The key tag assures that the value of all the AspectID attributes of the elements in the Aspect System Structure are unique and the keyref tag says that the AspectID of every Aspect must refer to one of those located in the Aspect System Structure (Table II) . In AIP terms, this would mean that an Aspect cannot be instantiated if its type has not been loaded before into the Aspect System Structure.
In the real (not simplified) XML Schema for AIP used in our project, these ObjectID and AspectID attributes identifiers are are 128-bit strings obtained from the GUID (Globally Unique Identifier) of the corresponding COM component. In this simplified model, Aspects are represented by a simple string of characters. In practice, different Aspect Types can have a very different nature.
Last, we elaborate an XML document (see Table II ) holding the instances of our previously declared types. In our example, we can see one Factory containing two Cells: one with a Painter robot and the other with an Assembler and a Screwdriver robots. Validation against XML Schemas assures the consistency of the instances with their type definition. The AIP system corresponding to this document should ressemble the system in Fig. 1 .
V. TECHNOLOGICAL TRENDS -ADVANTAGES OF XML

A. Technology evolution
The advent of the Microsoft .NET initiative [11] in June 2000 implied a major impact for all AIP related development. As we have seen in previous chapters, AIP heavily relies on Microsoft COM for its component infrastructure. On the other hand, the .NET platform proposes a new technology for component based development. It is important to note as well that the .NET framework makes extensive use of XML for database interaction and distributed computing.
The other technology that is closely related to AIP and COM is OPC (see [8] ). OPC was designed as the standard way to communicate plant devices with Windows based applications (or any other system supporting COM). The purpose of the standard was to remove the need of implementing different interfaces and drivers for each plant device. The companies behind the OPC Foundation have realized that there is a natural evolution of OPC towards .NET. Some vendors have already developed .NET components for wrapping OPC functionality. The OPC Foundation, in its turn, has been working on the specification of new standards that will use XML/SOAP for communication. As a side effect, this makes the OPC world more open to platforms that do not support COM natively.
XML standard nature has many benefits regarding data manipulation, transmission and storage. The W3C (World Wide Web Consortium) has developed several XML related standards that fulfill the needs of different areas.
B. Storage and Manipulation
Currently, all information about an AIP system can be exported in AFW files (a binary proprietary format). If this information was stored in XML format, the representation would be human and machine readable and it could be used and easily modified with virtually any programming language or XML tool. This is particularly true nowadays, when many programming languages include libraries (typically based on the SAX or DOM standards) to parse XML files. Nowadays, there are as well several tools in the market that allow an easy mapping of XML data to relational databases.
C. Communication
Once in XML format, Aspect Objects could be sent through standard Internet communication channels and be addressed to any connected device. By means of XML transformations (XSLT), the XML stream could be converted into an XHTML file. The presentation of the information would depend on the display capabilities of the device. As a step further, XML web services could be used for real-time interaction with the objects in the factory. A remote call might be addressed to any object in the factory exposing its services.
D. Graphics
XML can achieve integration even at the graphical level thanks to the SVG [12] standard. The platform currently uses graphical ActiveX controls to build the operator workplace which are highly integrated with the rest of the COM environment. Using SVG graphics for designing the operator workplace will be an interesting option due to its graphical power, its interaction capabilities and the growing number of supporting products.
VI. CONCLUSION
In this paper we have seen how AIP benefits from an XML infrastructure to achieve its objectives of integration at different levels. We have shown as well that XML documents can be used to represent the structures of an AIP system and their content. We found XML Schemas to be an excellent tool for modelling the concepts and the types of AIP. This model allows us to perform consistency checks in the XML documents that contain the instances of these types. We also envisage the use of other XML related technologies in AIP, like SOAP and SVG, so the platform could get advantage of their standard nature, Internet adaptation and uniformity of processing.
