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Introduction : syndication et échange de données 
L’échange de données, la syndication de contenus ou le mashup d'applications via des interfaces de 
programmation font désormais partie du paysage Web. Cependant, les technologies qui permettent 
de créer de nouveaux contenus ou services amènent avec elles leurs lots de questions et de 
discussions. Quels choix technologiques effectuer pour répondre au mieux à ses besoins ? Quelles 
sont les implications au niveau de la propriété des données et des services ? Comment ne pas se 
retrouver « enfermé » par des limitations techniques, sans mentionner les aspects juridiques ? Ainsi 
par exemple, il règne à l'heure actuelle un flou juridique autour de GData, le standard d'échange de 
Google, qui ne précise pas s'il est libre ou propriétaire. Par contre les conditions d'utilisation de 
Google Calendar, qui utilise GData, mentionnent clairement qu'il n'est pas permis de copier, de 
reproduire, de modifier ou de créer des dérivés de ce service.  
 
En effet, les enjeux engendrés par l'échange de contenus et la réutilisation de services, en particulier 
sur le Web, sont énormes et les grandes sociétés se livrent à une concurrence acharnée. Si la 
compétition entre les formats (et leurs développeurs) a donné naissance à quelques flamboyantes 
controverses en ligne, elle a également fait avancer la technologie. Ainsi, l'API de Blogger, basée 
sur XML-RPC et utilisé par une bonne partie de la blogosphère des débuts, ne permettait pas 
d'adjoindre un titre ou des métadonnées à un billet. C'est pourquoi UserLand (la compagnie fondée 
par Dave Winer) a développé la MetaWeblog API, également basée sur XML-RPC et utilisant RSS 
2.0 pour décrire et étendre les données. Certains n'étaient toujours pas satisfaits, car ils jugeaient 
cette API passablement compliquée et surchargée, et n'offrant pas un bon niveau de sécurité (les 
mots de passe étant transmis en clair) : ils se sont regroupés au sein de l'équipe d'Atom, pour créer 
leur propre format de syndication et leur interface de publication, en laissant au passage tomber le 
protocole XML-RPC pour se recentrer sur HTTP et XML. En effet, XML-RPC comporte 
uniquement quelques types de données et jusqu’à récemment ne permettait que de transmettre de 
l’ASCII, alors qu’Atom utilise toutes les possibilités du XML, comme l’internationalisation ou 
l’extensibilité offertes par les namespaces. De plus, certaines implémentations d’XML-RPC, 
comme celle de LiveJournal, utilisaient uniquement la méthode HTTP POST et ignoraient les 
actions GET, PUT, DELETE. Atom n’implémente pas de nouvelles méthodes, mais fait pleinement 
usage de celles qui existent : il est par exemple possible de renommer un document en combinant 
un DELETE et un PUT. 
 
Il est difficile d'y voir clair dans cette jungle de formats et de protocoles (voir ci-dessous), mais 
deux grandes tendances se dessinent : 
z L'accès à du contenu informationnel plus ou moins structuré via RSS ou Atom, avec 
différentes extensions qui offrent des fonctionnalités additionnelles permettant notamment 
d'échanger des données de type calendriers, contacts ou listes (SSE chez Microsoft ou 
GData chez Google). 
z L'échange de données XML entre composants logiciels ou services distribués. Ces 
applications indépendantes les unes des autres communiquent via Internet sur la base de 
protocoles et de standards existants : XEDI, XML-RPC, WS-*, etc. 
 
Survol des technologies 
 
RSS 
La famille RSS a une histoire relativement mouvementée : du RDF Site Summary 0.9 développé 
chez Netscape jusqu'au Really Simple Syndication 2.0 contrôlé par l'Université de Harvard en 
passant par le Rich Site Summary 0.91 proposé par Dave Winer... Au delà des considérations 
techniques et des débats sur les formats, RSS a occupé le terrain en premier et popularisé la 
syndication et l'agrégation de contenu au format XML. RSS est utilisé massivement pour la 
diffusion d'alertes, de nouvelles ou de mises à jour pour les sites d'actualités ou les blogs, ainsi que 
par une écrasante majorité de diffuseurs de podcast. Il est de plus intégré dans toutes les versions 
récentes des navigateurs Web et des clients de messagerie. 
 
Atom 
Le format de syndication Atom est né suite aux frustrations engendrées par la « famille » RSS, en 
particulier à cause de ses nombreuses variantes incompatibles et de son manque de précision. RSS 
ne spécifie par exemple pas si un élément de titre peut contenir des balises ou non. Comme 
l'Université de Harvard, détentrice des droits sur RSS 2.0, refuse toutes modifications, un 
consortium s'est lancé dans le développement des spécifications d'Atom, qui a été normalisé en août 
2005 par l'IETF, une institution à l’origine de nombreux standards Internet. 
 
L'appellation Atom englobe également un protocole de publication (APP, pour Atom Publishing 
Protocol), qui est encore en cours de développement par l'IETF. Basé sur HTTP, il permet de gérer 
des contenus Web : créer, mettre à jour, retrouver, lister, etc. 
 
GData 
GData (Google Data Application Programming Interface) est une extension proposée par Google 
qui utilise indifféremment les formats de syndication Atom 1.0 ou RSS 2.0. Inspirée de 
l'architecture REST, GData apporte deux contributions notables par rapport à un fil RSS classique : 
ce standard permet de formuler des requêtes et de recevoir une liste de résultats. Il permet en outre 
d'authentifier les contenus et il est neutre par rapport au consommateur : il peut s'interfacer avec un 
lecteur RSS, un client qui utilise Ajax/Javascript ou tout autre type d'application. 
 
SSE 
Fin 2005, Microsoft a proposé une version préliminaire de SSE (Simple Sharing Extensions) pour 
étendre le format de syndication RSS. Bien reçues par la communauté RSS et par son « parrain » 
Dave Winer, ces extensions permettent de répliquer de manière bidirectionnelle et asynchrone des 
flux RSS, ce qui n'était pas possible précédemment. Ainsi les calendriers ou les listes des contacts 
de plusieurs  utilisateurs pourront se synchroniser mutuellement, alors qu'actuellement un « maître » 
envoie l'information au « client ». En d'autres mots il n'y a plus une source qui publie l'information 
et des  destinataires qui la lisent, chacun peut lire et écrire le contenu SSE de l'autre. Microsoft a par 
ailleurs surpris son monde en publiant SSE sous licence Creative Commons / Attribution-Share 
Alike, ce qui signifie que les utilisateurs sont libres de reproduire, distribuer et modifier cette 
version, à condition  de citer l'auteur original et d'en distribuer des versions modifiées sous une 
licence identique. 
 
WS-* 
La famille des standards WS-* (prononcé Web Services) constitue un ensemble homogène visant à 
l’échange de données ou de services en contexte Internet ou inter-entreprises. Sans entrer dans le 
détail des différents constituants de cette famille (WSDL,  WSS, WS-BPEL, WSRP, etc.), 
mentionnons simplement qu’ils couvrent la sécurité, l'adressage, la coordination, la présentation, 
etc. Le tout repose sur le standard SOAP (Simple Object Access Protocol) qui permet de formaliser 
des messages XML (contenant des données et des verbes auxquels sont associées des méthodes) et 
d’en assurer le transport via des protocoles à choix. Devenu une recommandation du W3C, SOAP 
est une évolution du protocole XML-RPC créé par une équipe emmenée par Dave Winer et soutenu 
par Microsoft. 
 
REST 
Contrairement aux autres technologies présentées ici, REST (REpresentational State Transfer) n'est 
pas un standard, ni un format ou un protocole. Il s'agit de principes d'architecture (ou d'une manière 
de construire des applications distribuées) développés dans la thèse de doctorat de Roy Fielding, un 
des auteurs des spécifications HTTP et cofondateur du projet Apache. Cette architecture a pour but 
d'être plus simple et plus efficace que celles reposant sur SOAP et les Webservices. Sans entrer 
dans les détails, REST utilise les URI comme syntaxe universelle pour adresser les ressources, 
HTTP pour transmettre les méthodes et leurs paramètres, des hyperliens pour représenter à la fois le 
contenu des informations et la transition entre états de l'application, ainsi que les types MIME pour 
l’identification des ressources. 
 
Qui fait quoi ? 
Si tout le monde semble d'accord pour partager du contenu et créer des applications distribuées, la 
lutte fait rage pour imposer standards, technologies et architectures. Sans prétendre faire un tour 
d'horizon exhaustif, voyons comment les incontournables se positionnent. Les médias ont 
majoritairement choisi le RSS pour diffuser leurs dépêches d'actualités (BBC, CNN, Le Monde, 
Libération, Le Temps ou la Tribune de Genève pour ne citer qu'eux), alors que Wikipedia utilise 
Atom pour la syndication de son contenu. De son côté, Google mise sur son propre standard GData 
tout en assurant ses arrières en supportant Atom et RSS 2.0. Après s'être laissé tenté par l'aventure 
SOAP pour interfacer son service de recherche, Google semble avoir changé de cap et offre 
actuellement des dizaines d'APIs reposant sur REST et GData : pour AdWords, AdSense, Calendar, 
Earth, Maps, etc. De leur côté, des géants tels que Yahoo!, Flickr, eBay ou Amazon ont intégré le 
modèle REST à leurs applications. Notons qu'Amazon et eBay supportent d'autres méthodes 
d'interfaçage, mais que 85% de leurs utilisateurs ont choisi l'approche REST. En ce qui concerne la 
syndication de contenu, Microsoft a clairement choisi l'alternative RSS, désormais intégrée à 
Windows Vista, et annonce une version révisée des spécifications SSE pour tout bientôt. A l'instar 
d'autres géants du logiciel, Microsoft accorde peu ou pas de crédit au modèle REST et s'engage 
définitivement dans la voie des Webservices. Enfin, les plates-formes de blog sont partagées : 
SixApart et Blogger ont choisi Atom et REST, alors que WordPress est demeuré fidèle à RSS et 
XML-RPC, bien qu’une extension développée par un tiers permette d'utiliser le protocole de 
publication Atom. 
 
Un bilan comparatif 
Bien qu'ils aient essentiellement le même objectif général, à savoir échanger des messages balisés 
sur un réseau, il n'est pas possible de comparer directement la famille de protocoles Webservices et 
SOAP avec les principes architecturaux REST. Il s'agit plutôt de deux approches potentiellement 
complémentaires, il est ainsi possible d'implémenter une interface de type SOAP en appliquant les 
principes REST. Malgré l'intensité des débats autour de REST et de SOAP, (presque) tous les 
experts sont d'accord pour dire que: 
z REST est plus flexible et plus simple à mettre en oeuvre; cette approche a la faveur de bon 
nombre de développeurs d'applications Web. Elle aussi considérée comme plus proche de la 
philosophie originale du World Wide Web. De plus, d'après des tests effectués par ses 
équipes internes, les services d’Amazon développés de cette manière sont jusqu'à six fois 
plus rapides. 
z Pour les développements complexes, notamment lorsqu'il s'agit d'encapsuler un système 
patrimonial, de favoriser l'interopérabilité entre applications d'entreprises ou d'intégrer des 
règles d'exécution de processus métier transverses, l'approche Webservices/SOAP prend le 
dessus. En effet, toute la puissance des environnements Java ou .NET est à disposition, et les 
grands éditeurs de logiciels (Microsoft, IBM et les autres) offrent des solutions de plus en 
plus riches pour mettre en place des Webservices, de la création au déploiement. 
 
Au niveau de la syndication de contenus, les fonctionnalités de base de RSS et d’Atom sont 
similaires, les différences se situant plutôt au niveau de la philosophie : Atom est un standard ouvert 
et extensible alors que les divers RSS sont passablement éclatés et contrôlés par des organisations 
ou des entreprises privées. Le tableau ci-dessous présente une synthèse de ce qui est offert par RSS 
2.0, Atom (tant par les protocoles de syndication que de publication), GData, SSE et les 
Webservices. Il liste uniquement les fonctionnalités intégrées dans les spécifications : ne sont pas 
prises en compte des solutions comme la librairie Zend_GData offre une implémentation 
bidirectionnelle pour Atom ou comme Microsoft WSE,  une implémentation .NET de GXA pour 
gérer l'authentification en complément de SSE. 
 
 RSS 2.0 Atom GData SSE WS-* 
Usage Format Protocole 
+ Format 
Protocole 
+ Format 
Format Protocoles 
+ Formats 
Standard Privé Ouvert Non 
communiqué 
Ouvert Ouvert 
Syndication (Read) Oui Oui Oui Oui Oui 
Mises à jour (Write) Non Oui Oui Oui Oui 
Bidirectionnel 
(Sync) 
Non Non Non Oui Oui 
Requêtes (Search) Non Non Oui Non Adhoc 
Authentification 
(Login) 
Non Non Oui Non  Oui  
Définition de 
méthodes adhoc 
(my_verb) 
Non Non Non Non  Oui  
 
Bien que leur offre en matière de sécurité soit très hétérogène (d’inexistante à correcte), ces formats 
et protocoles ne garantissent pas un degré de confidentialité suffisant pour certaines données 
d’entreprise, notamment dans le domaine du commerce électronique. Ils sont donc plutôt utilisés 
pour échanger des données non confidentielles ou pour mettre en place des services grand public. 
En effet, les transactions électroniques B2B reposent très largement sur l’EDI ou sur des 
spécifications XML telles que ebXML ou RosettaNet. 
 
La voie du futur ? 
Dans la plupart des cas, l'agrégation de contenu ou les mashups combinent deux ou plusieurs 
sources de contenus ou de services pour produire un nouveau fil XML ou un nouveau service. Cela 
demeure toutefois relativement figé. Yahoo!, qui a étudié ses classiques, propose une approche 
novatrice inspirée du concept de « pipe » dans UNIX. Ce dernier permet de connecter des 
programmes indépendants pour effectuer de nouvelles opérations qu'aucun d'entre eux ne peut 
réaliser individuellement. Le service Yahoo! Pipes, grâce à un éditeur graphique, permet à ses 
utilisateurs de récupérer n'importe quelle source de données XML, d’en extraire une partie, de les 
filtrer ou de les combiner à d'autres, tout en appliquant des procédures simples de tri ou de 
boucles... Il devient ainsi possible de créer ses propres mashups de manière dynamique, sans se 
préoccuper de standards, de protocoles ou d'architecture. De la même manière, gageons qu’à 
l’avenir les développeurs pourront faire communiquer et combiner des services Web REST avec 
des Webservices SOAP, au moyen d’interfaces réconciliant les deux approches. 
Quelques pointeurs 
Tout sur le RSS 2.0 http://blogs.law.harvard.edu/tech/rss 
Un portail pour les utilisateurs et développeurs Atom http://www.atomenabled.org/ 
La FAQ de SSE http://msdn.microsoft.com/xml/rss/ssefaq/ 
Présentation de l'API GData http://code.google.com/apis/gdata/overview.html 
Les aspects juridiques de RSS, SSE et GData http://blogs.zdnet.com/BTL/?p=2906  
Une bonne introduction à SOAP et aux Webservices http://www.soapuser.com/fr/basics1.html 
Un interview de Paul Prescod, évangéliste de REST http://www.kintespace.com/rasx37.html  
Un condensé des discussions à propos des Webservices et des technologies sous-jacentes 
http://www.advogato.org/article/464.html 
REST vs. SOAP http://webservices.sys-con.com/read/79282.htm 
Comment mettre en place une architecture REST à partir de Webservices SOAP-style dans 
WebSphere http://www-128.ibm.com/developerworks/webservices/library/ws-soa-
composite3/index.html 
Yahoo! Pipes http://pipes.yahoo.com/ 
 
 
 
