SIGALI is a tool that offers functionalities for verification of reactive systems and discrete controller synthesis. It manipulates ILTS: Implicit Labeled Transition Systems, an equational ans symbolic representation of automata. The techniques used consist in manipulating the system of equations modeling the system instead of the sets of solutions, thus avoiding the enumeration of the state space. Each set of states is uniquely characterized by a predicate and the operations on sets can be equivalently performed on the associated predicates. A wide variety of properties, such as invariance, reachability and attractivity can be checked or ensured. Many algorithms for computing state predicates are also available.
I. OVERVIEW OF THE TOOL
SIGALI is a tool that offers functionalities for verification of reactive systems and discrete controller synthesis. It manipulates ILTS: Implicit Labeled Transition Systems, an equational ans symbolic representation of automata. The techniques used consist in manipulating the system of equations modeling the system instead of the sets of solutions, thus avoiding the enumeration of the state space. Each set of states is uniquely characterized by a predicate and the operations on sets can be equivalently performed on the associated predicates. A wide variety of properties, such as invariance, reachability and attractivity can be checked or ensured. Many algorithms for computing state predicates are also available.
II. THE CONTROLLER SYNTHESIS METHODOLOGY
Control theory of discrete event systems allows to use constructive methods, that ensure, a priori, required properties on the system behavior. Starting from a representation of the possible behaviors of the system (e.g. in the form of a Implicit Labeled Transition Systems) and the properties that have to be satisfied by the controlled system, the synthesis produces directly the constrained automaton, i.e., the one that presents only those behaviors that satisfy the required properties. In our framework, the system is represented by an ILTS composed of state and event variables, a transition function that updates the values of the states variables according to the values of the event variables that have been triggered. The choice of the admissible events is restricted to the ones that satisfy a constraint predicate depending on the current values of the state variables.
The control of the system is performed by restricting the controllable event values to values suitable for the control goal. This restriction is obtained by incorporating new algebraic equations into the initial system. Using symbolic methods [6] (based on BDD techniques, avoiding state space enumeration), the various control objectives for which we are able to synthesize a controller are the following:
• "Traditional" control objectives such that: Given E and F to sets of states, one can compute controllers ensuring the invariance of E 1 , the reachability of E from the initial states of the system, the attractivity of E from F , the persistence, or the recurrence of E.
• Control objectives expressed as partial order relations over the states of the system such that: -the minimally restrictive control (choice of the values for the controllable variables such that the system evolves, at the next instant, into a state where the maximum number of uncontrollable events is admissible) -the stabilization of a system (choice of the values for the controllable variables such that the system evolves, at the next instant, into a state with minimal change for the state variable values) -the optimal control (minimization of the cost of the trajectories between a set of initial states and a set of final states)
III. THE SIGALI TOOL BOX
Sigali is a tool box that manipulates (sets of) variables and predicates by means of (predefined) functions using a MATHEMATICA-based language. Using SIGALI, one can create predicates over a set of variables. There exists functions to manipulate them (intersection, union, complementary, test of inclusion, etc). Some functions are used to replace some variables in a predicate by other predicates. All these operations are extended to the manipulation of lists of predicates. SIGALI also manipulates cost functions. These are functions that associate to each solution of a predicate a given integer value. These cost functions can be build by associating to each variable a given cost according to the value of the variable.
Starting from the existing functions, it is also possible to define new functions, allowing, from example, to have 1 Note that if the property is expressed by means of an observer ω, with a sink state Error, then it is sufficient to perform the synchronous product between the ILTS modeling the plant and the observer and to compute a controller that avoids states of the form (q, Error) to be reachable in this new system. Ann Arbor, Michigan, USA, July 10-12, 2006 WBT. 2 1-4244-0053-8/06/$20.00 ©2006 IEEElibraries of functions dedicated to controller synthesis, optimal control or verification. Of course, one can also manipulate ILTS (e.g. to compose them according to different composition operators). Functions allowing to compute the successors (resp. predecessors, etc) belongs to the function kernel of Sigali. They can be further used to implement more intricate functions as the ones that compute the set of reachable states, the set of states that can reach a set of states by triggering uncontrollable events, etc. The SIGALI language is described in a user manual at [12] .
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IV. MODELS AND SYNTHESIS TOOLS
The current implementation of the method relies on the chain of Figure 2 . Centrally, we use SIGALI [5] , which is a tool that performs model-checking, controller synthesis for logical goals, and optimal controller synthesis.
The model of the system can be described using a synchronous formalism. The equational language SIGNAL is the synchronous language originally connected with the synthesis tool SIGALI [5] . Another such formalism is Mode Automata [4] (associated with the MATOU tool). Once specified in either SIGNAL or MATOU, systems are automatically compiled in an ILTS than can be further analyzed by SIGALI. Finally note that the set of properties can be as well specified in one of these two languages.
When the purpose is to control the system, the result of the synthesis in SIGALI is a controller, in the form of a logical relation, which can be interpreted by a resolver module: for a given state and uncontrollable inputs, the constraints on controllable signals are solved, for example in an incremental, interactive way following the manual valuation of signals. The resolver can be coupled with the original specification of the uncontrolled system, using either the Polychrony environment, or the tool SigalSimu in the case of Mode Automata.
SIGALI is freely available for non-commercial use on the web page [10] (see also [12] ). Note that you will need part of the Polychrony [10] or Matou [9] environment as front-end in order to specify your systems. A Signal/SIGALI manual is available at [12] . • Some academic examples (The cat and mouse example & the AGV example) are explained in [5] .
• In [8] , the synthesis methodology has been applied to the incremental design of a power transformer station controller.
• in [7] , [11] , we have been interested in the automatic control of systems with multiple tasks, each with multiple modes, implementing a functionality with different levels of quality (e.g., computation approximation), and cost (e.g., computation time, energy) and we made the use of SIGALI in order to control the switching of modes in order to insure properties like bounding cost while maximizing quality. The same approach was applied to the control of reconfigurations in faulttolerant systems [3] , [2] • A domain-specific language for task managing systems has been designed in such a way that its compilation includes a pass of discrete controller synthesis. The language is partly declarative, with constraints giving synthesis objectives on the LTS, which corresponds to the more imperative part [1] .
