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Abstract. How business and software analysts explore, document, and 
negotiate requirements for enterprise systems is critical to the benefits their 
organizations will eventually derive. In this paper, we present a framework for 
analysis and redesign of networked business systems. It is based on libraries of 
patterns which are derived from existing Internet businesses. The framework 
includes three perspectives: Economic value, Business processes, and 
Application communication, each of which applies a goal-oriented method to 
compose patterns. By means of consistency relationships between perspectives, 
we demonstrate the usefulness of the patterns as a light-weight approach to 
exploration of business ideas. 
1 Introduction 
In the past decade, the opening of the Internet for commercial use has caused many 
revolutionary changes and brought to the business world many disruptive possibilities 
[2]. Businesses have experienced considerable changes in their value propositions and 
needed to rethink their business models to respond to the opportunities and challenges 
of a widely available and cheap ICT (Information and Communication Technology) 
infrastructure. This situation created needs for requirements engineering (RE) 
methods that combine exploration of new business ideas and redesign of outdated 
business models.  
Businesses are at constant pressure to innovate and adapt to the changing 
environment, while at the same time reuse as much as possible of their past 
investments. They need to respond fast in order to keep or create competitive 
advantages [10]. For these reasons, businesses need RE methods that reuse existing 
design knowledge and produce cheap evaluation specifications in terms of time and 
effort [8]. Furthermore, RE methods have to assist innovation enabling design 
freedom and late resolution of potential conflicts in the specification [5]. And last but 
not least, businesses differentiate based on the quality of service they offer with their 
products [10], which also have to be represented in the RE methods. 
The above described business needs motivate a RE framework that has the 
following properties: 
• Reuse of existing design knowledge: the framework needs a notion of design 
patterns1 as certain solutions reappear in various business models. By means 
of the patterns, the framework speeds up the development process and 
reduces its costs [11].  
• Quick and effortless exploration: the framework should imply a light-weight 
approach to throw-away prototypes. Options’ viability must be checked 
rapidly and cheaply [8].  
• Orientation towards legacy systems: the framework needs to account for 
systems set up in place as most of the redesign projects build upon existing 
systems [10].  
• Handling inconsistent specifications: the framework needs to tolerate 
inconsistency by postponing resolution of conflicting specifications. 
Management of inconsistencies, caused by stakeholders’ conflicting goals 
and partial specifications, increases the design freedom and enables 
innovative solutions [5].  
• Orientation towards non-functional requirements: the framework should take 
into account non-functional requirements as these determine the quality of 
service they offer [10]. 
Various RE approaches have been proposed [6, 8, 12, 13, 16, 17, 19, 23, 25], each 
of which with a different focus of analysis. Our research [24] indicates that the 
present RE methods support only partially and with wide variety the above five 
criteria.  
In this paper, we propose a framework that helps business and software analysts 
evaluate business systems requirements. We define business systems as software 
applications used to support particular business processes. A business system also 
includes the people and organizational entities that perform certain activities to 
deliver value to clients. The application domain we are focused on is electronic 
commerce (e-commerce). Specifically, we are looking at electronic intermediaries 
offering negotiation services. Nevertheless, we believe our framework is applicable in 
the general sense of any e-business. 
Further, we outline a framework which considers the five criteria listed above. Our 
proposal builds on libraries of three different types of design patterns. Each type of 
patterns predetermines a single perspective on the system. Within perspectives, 
patterns are composed with the help of non-functional requirements. As a result, 
partial views of the system are developed. They are integrated and checked for 
consistency. 
The remainder of this paper is organized as follows: Section 2 defines the basic 
concepts of our framework and their relationships. Section 3 explains in detail our 
framework and illustrates it with an example. Section 4 reviews related work and 
compares it with our approach. Section 5 summarizes the framework properties and 
motivates its use as means to demonstrate the usefulness of business design patterns. 
                                                          
1Design patterns is used in a sense of Gamma at al.’s object-oriented design patterns [7] 
2 Basic Concepts  
This section outlines the key concepts of our framework in terms of definitions and 
essential properties.  
Patterns. Patterns are fragments of designs, which occur repeatedly in particular 
context. These have specific properties which are persistent throughout their use in 
different systems. Patterns are reused in similar contexts as solutions to specific 
problems.  
Goals. Goals are stakeholders’ objectives. They may be functional or non-functional. 
Functional goals, also called hard goals, require certain capabilities to solve a 
particular problem. Non-functional goals, also called soft-goals, are concerned with 
the quality attributes of the solution. 
Pattern selection. The selection process of a pattern as a potential solution to a 
problem is based on its degree of satisfaction with respect to a stakeholders’ goal. 
Functional goals filter out patterns that are irrelevant for the particular problem and 
non-functional goals determine the best match in a trade-off between conflicting 
objectives. 
Perspectives. Multi-perspective system development is a wide-spread approach for 
design of complex system. It is a well motivated choice in cases of projects that cross 
several domains of expertise or involve many stakeholders, or both. Perspectives, also 
called viewpoints [6, 14], help look at the system in a way restricted in expressiveness 
by: (i) stakeholders’ need of information, (ii) domain knowledge, (iii) design 
methodology, (iv) knowledge representation technique, and (v) a set of system’s 
properties.  
Views. Views are partial specifications of the system developed within one 
perspective. A view may consist of more than one model; nevertheless, we assume for 
simplicity that a view contains only one model.  
Consistency. A set of specifications is consistent if it is possible to find an example 
of a system that conforms to all specifications [12]. In our particular case, two views 
are consistent if it is possible to build at least one system that implements correctly 
the specified requirements. 
3 The Framework 
We propose a framework with three perspectives, including: (1) Economic value, in 
which we model the creation of value among networked businesses and analyze the 
incentives for them to take part in such a network; (2) Business processes, in which 
we model the coordination of activities realizing exchanges of economic values; and 
(3) Application communication, in which we model data exchanges among the 
components of the information system supporting the business. 
We consider the proposed three perspectives the right balance for a light-weight 
framework but yet providing with the necessary analysis. 
In this section, we describe our framework in detail. We begin with the 
components within a perspective. We specify the sequence of steps that guides the 
development of a concrete view. After that, we present the mechanism of view 
integration. We describe the established inter-view relationships and outline the 
approach to consistency. 
3.1 A Framework Perspective 
Fig. 1 gives an overview of the design knowledge transformations within one 
perspective. Additionally, it includes preparation steps which are prerequisites for the 
framework. All three perspectives have the same structure; therefore, the explanation 
abstracts from perspective specifics such as modeled system properties or notation. 
From left to right, Fig. 1 presents the development process of one view. The 
column Business models and the Extract patterns arrow (far left in the figure) 
represent the discovery of design knowledge which is further utilized in the 
perspective. The Patterns column (middle in the figure) denotes design fragments 
ready to be composed; i.e. the input for the development of a single perspective. The 
right half of Fig. 1 shows the additional knowledge needed to select and combine 
patterns. Further, we explain the details following the structure of the brief summary 
above. 
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Fig. 1. Internal structure of perspectives 
1. Existing business models. The star-like shapes on the left side in Fig. 1 represent 
models of current businesses. These are of different types but operate in similar 
markets or offer similar products. Thus, we assume that if they are situated in 
similar environments, they would have similar problems. Therefore, we expect 
that their solutions have certain commonalities. 
2. Pattern Extraction. Given models of existing business, we apply commonality 
analysis to identify what seem to be common patterns for the models in each 
view. 
3. Library of patterns. From the collection of business models, we extract patterns 
(in the sense of Section 2.) We describe the patterns in a template and put them in 
a library. An important field in the template is the Goal field, as the definition of 
a pattern requires a pattern to be a solution to a problem. The goal is an objective 
and a functional specification. Additionally, we annotate our patterns with graphs 
in which the nodes represent non-functional requirement and the arcs show 
relations between non-functional requirements. We do this because we need 
additional information on some quality attributes of the patterns [25]. The 
identification, annotation and classification of patterns are preparation steps 
delivering ready-to-use libraries available to architects before the start of the 
actual development of new business models. 
4. Goal-tree. We take the specification of functional and non-functional 
requirements as the input point for selection of patterns. We adopt a goal-oriented 
approach towards a new business. We assume that the appropriate stakeholders 
are able to specify a single business goal that characterizes the new business. 
Further, we assume that this goal can be decomposed into sub-goals. The sub-
goals include hard-goals which represent functional requirements and soft-goals 
which represent non-functional requirements. The goal decomposition forms a 
tree with different relationships between leaves and branches, e.g.: a goal 
supports another goal, a goal prevents another goal, a goal weakens another goal, 
or a goal is an alternative of another goal. We take advantage of these 
relationships later in the composition phase. 
5. Pattern Composition. Our starting point is: (1) a library of patterns and (2) a goal-
tree of a new business idea. Each pattern in the library is annotated with a graph 
expressing the degree of influence between functional and non-functional 
properties of the pattern. The goal-tree, on the other hand, has similar 
relationships between hard and soft goals. Following Gross and Yu’s approach 
[9], we select the building block for the new business model from the library of 
patterns. The selected bunch of design fragments needs additional work to 
become a coherent design. We employ some heuristics to connect the fragments 
and achieve simple consistency [25]. Despite that, we do not require the 
composed patterns to form an internally consistent and completely developed 
view. We intentionally leave design freedom in order to accommodate changes 
due to integration with other viewpoints. 
3.2 Example of Pattern Composition 
We illustrate the development process within the value perspective by means of an 
example based on our previous work [25]. Let us assume that we need to build a new 
networked business model with a provider and a consumer of a particular service. An 
example goal-tree of the provider is shown in Fig. 2. We focus only on one of its 
goals, namely Allow reservations. It is a functional goal which is sub-divided into 
two non-functional goals. One of these, Late Payment, requires possibility for 
consumers to pay after service consumption, whereas the second, Secure resources, 
requires payment in advance to avoid losses from unconsumed services. Obviously, 
the goals are conflicting and the best trade-off will select the best pattern.  
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Fig. 2. Service provider goal-tree, where: arrows mean goal decomposition; ovals mean 
functional goals; and ellipses denote non-functional goals 
Fig. 3, (a) and (b), shows two alternative value exchange patterns that both satisfy 
the functional goal Allow reservations. They differ in their non-functional 
properties. The pattern in Fig. 3 (a) shows a transaction where a reservation is made 
only in case money is given in advance of service consumption. Whereas, the pattern 
in Fig. 3 (b) includes a bank which plays a role of a trusted third party. The consumer 
uses the Credit letter issued by the bank to guarantee its future payment for the 
service consumption. Importantly, the consumer does not pay in advance. 
 
Fig. 3. Reservation patterns, using the value modeling notation e3-value [8] 
The analysis shows that the pattern from Fig. 3 (b) matches better our non-
functional goals from Fig. 2. It allows late payment by the consumer and at the same 
time secures provider’s resources. In contrast, the pattern from Fig. 3 (a) satisfies only 
the Secure resources goal. Therefore, we select the pattern from Fig. 3 (b) and 
include it in the new business model. A value model usually includes more value 
patterns but for illustration purposes one would suffice. 
3.3 Perspectives Integration 
Each perspective in our framework is organized in a way to allow integration with 
other perspectives. Each deliverable of a perspective analysis is a model (also called a 
view) that is potentially underspecified and therefore is likely to get changed in order 
to align to requirements from other views. Below, we describe how the three views 
are integrated into a coherent framework. 
Integration. Fig. 4 gives an outlook of our framework, which looks like three rays 
directed to a common focal point. Each ray represents a perspective which produces a 
view shown in the middle of the diagram. The figure shows our concrete perspectives; 
we model networked business systems from Economic value, Business processes and 
Application communication perspectives. The three perspectives are integrated 
through the three views they deliver. The relation between them is one of consistency. 
As long as they are specifications of one system, they must contain no contradicting 
requirements. 
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Fig. 4. Integration of Economic value, Business processes and Application communication 
perspectives 
Consistency. Establishing consistency between views is the major step for integrating 
views. At this stage of development, consistency comes in two types: consistency 
between pairs of views and global consistency among all views. The decentralized 
development of each perspective prevents us from establishing global consistency. 
(We come to that point in the next sub-section, where we discuss goal-trees for 
different perspectives.) The independent development of views allows us only to 
check for consistency between pairs of views. 
We use the consistency definition given in Section 2, which is based on Open 
Distributed Processing - Reference Model (ODP-RM) [12]. ODP-RM requires that 
there exists an implementation which conforms to all views. We implement the 
conformance checking procedure by means of scenarios, i.e. two views are consistent 
if the executions of all their scenarios have the same effects in the system 
environment. 
Goal-trees. A goal decomposition tree is a vital element in the composition of a view. 
The fact that we have three independent perspectives presupposes that in each of them 
we use a different goal-tree. We acknowledge and tolerate variations in the trees as 
they represent objectives of various stakeholders. Nevertheless, we require that the 
three goal-trees have a common root, as they represent the mission of a single 
business. A single goal, decomposed from various aspects in various perspectives, can 
be seen as a means for achieving global consistency between views. 
3.4 Example of Consistency Between Views 
In this section, we illustrate how we integrate the Economic value and Business 
processes perspectives by using the example case from Section 3.2. We use the model 
in Fig. 3 (b) to show the value view and the model in Fig. 5 to show the process view. 
 
Fig. 5. Business process view, using a UML Activity diagram [15]  
Our consistency check procedure implies two aspects. First, it rests on mapping of 
concept from the meta-models of the two modeling notations. Establishing this 
semantic relationship makes it possible to check static compatibility of the views; e.g., 
it gives answers to questions like whether participant the same in number and name, 
and are the exchanged objects the same. 
Second is the dynamic aspect. We need to check if the effects of the two models 
are equivalent. Our consistency check procedure will be scenario based, which 
implies generation of all possible execution scenarios for each view. Then, for every 
result in the environment caused by a value scenario, there should exist a process 
scenario with equivalent effect, and vice versa. This means that all value objects from 
the value model must have been exchanged after the termination of the process 
model. 
Even without an implemented consistency check algorithm, we can see in our 
example that the two views are not consistent, because the fee for the credit letter (Fig. 
3 (b)) is not present in the process model (Fig. 5.)  
4 Related Work 
In this section, we review related work in three different research directions which 
match important elements of our framework. We summarize (i) existing knowledge 
about business patterns and their composition, (ii) multi-perspective requirements 
engineering and (iii) consistency in system specification.  
4.1 Business Patterns and Their Composition 
IBM Patterns for e-business [1, 11] initiative outlines a framework, consisting at the 
top level of four business patterns and two integration pattern. These patterns define 
the high-level structure of a business. They can be further instantiated by application 
patterns. This approach comes very close to our communication perspective as it 
expresses a static view on system components including constructs like: participant, 
functional component, data storage and links. 
Weill and Vitale [21] take another approach to business models. In their work, they 
identify a number of atomic business models. These are not specified explicitly as 
patterns; nevertheless, we asses them as such. A distinguishing property of the atomic 
business models is that they explicitly specify the value proposition between 
participants. The modeling technique includes concepts like: money flow, product 
flow, information flow, participant’s role, and relationships. Thus, we classify the 
atomic models as similar to our economic value patterns.   
With respect to composition, Gross and Yu [9] propose an approach for assigning 
qualitative scores to patterns based on their contribution to goals. These goals include 
soft-goals (non-functional requirements) which determine the level of satisfaction 
provided by patterns. Weiss [22] puts the same idea in a framework that links goal-
driven and pattern-driven approaches to system design. 
4.2 Multi-Perspective Requirement Engineering 
There is a significant amount of literature on multi-perspective analysis and design of 
complex information systems. In our current work [24], we study and evaluate 
various approaches. Below, we provide a short summary of two of them: 
ArchiMate [19]. ArchiMate is an integration framework for architecture models from 
different domains. It offers a common specification language for all its layers and 
aspects, which allows for mapping between the concepts in 15 views. The consistency 
is achieved by two-way translation from every notation to the ArchiMate language; 
every modeling notation is wrapped up with a mapping layer. Despite the common 
language, we consider the number of viewpoints and the overlaps between them as a 
drawback. Furthermore, the framework does not allow inconsistency. 
Reference Model for Open Distributed Processing (RM-ODP) [12]. RM-ODP is a 
framework for architecture specification of large distributed systems. The 
specification of a system in terms of RM-ODP has five separate but interrelated 
viewpoints: Enterprise, Information, Computational, Engineering and Technology 
viewpoints. With respect to consistency, the framework requires translation of models 
from one representation to another but does not specify inconsistency resolution. RM-
ODP offers a distributed bottom-up approach with relatively limited number of 
viewpoints. The drawback is that some of the views are related with refinement-
abstraction relationship, which violates their independence.  
4.3 Consistency 
There are several approaches to inter-viewpoint consistency checks. Here, we list 
three, namely a consistency check with direct translation, with canonic representation 
and with meta-representation. 
The direct translation consistency check [3] is based on translations between views. 
In case of only two views, one of them is translated into the modeling notation of the 
other. Further, the consistency is checked within the second viewpoint. In case of n 
views, n*(n-1) translations and checks are needed. 
The canonical representation approach [4] selects one modeling technique (not 
necessarily one used in any perspective) in which terms all consistency checks are 
made. This approach requires less translation between view (in case of n views 2*n 
translations). This advantage is a trade-off with respect to the expressiveness of the 
canonical representation technique.  
The meta-representation approach [18, 20] does not require translations between 
modeling techniques. It specifies relations between meta-modeling and modeling 
concepts from each modeling technique. These relations must hold between the 
modeling concepts and their instances in each view. 
5 Discussion and Conclusion 
In a nutshell, our framework can be described as a multi-perspective pattern-driven 
framework for RE of networked business systems. We highlight its key characterizing 
aspects: 
• Multi-perspective-ness. Our framework suggests developers to consider three 
perspectives: Economic value, Business processes and Application 
communication. This is (i) to achieve views on the system from viewpoints 
with little overlap and (ii) to reach a trade-off between a detailed system 
specification methodology and a light-weight throw-away-prototype analysis 
framework. Moreover, only the subject domain of the perspectives is fixed; 
the modeling technique, the methodology and the knowledge source are left 
unspecified. This accommodates flexibility when specific issues or expertise 
are at hand. Finally, adding or removing perspectives is not restricted; the 
overhead in adding a new perspective is the definition of consistency 
relationships with the other perspectives. 
• Pattern-driven-ness. The core of our framework is a library of patterns. The 
patterns are extracted from real-life networked businesses and catalogued 
according to functional and non-functional goals they satisfy. In such a way, 
a new design can be rapidly composed from fragments tested in existing 
systems. Moreover, the shortcut link to stakeholders’ needs (through 
patterns) allows to gain a quick overview of the system under development. 
• Requirements engineering orientation. Our framework crosses two domains, 
the business and the information systems domain. We see it as a framework 
for analysis of business problems and exploration of ICT solutions. 
• Networked businesses orientation. Based on the pre-defined perspectives, we 
aim at the analysis and (re)design of businesses that use extensively ICT. 
Our framework does not suggest a particular goal-oriented technique for pattern 
composition. Any method that selects and puts together patterns, and resolves 
conflicts between them will be a good choice for the architect. Nevertheless, for the 
purpose of our research, we selected the i* goal-oriented RE method as a suitable 
technique [23]. It allows us to manipulate patterns by distinguishing them based on 
functional and quality attributes. 
Our research lies in the domains of business and ICT. We are interested in the 
reuse of design knowledge encapsulated in the value, process and communication 
patterns. In this broader research, our framework is used to demonstrate the 
usefulness of patterns as means for exploration of new business ideas. The framework 
is our vehicle to show how patterns are composed into views, and how views 
reinforce themselves with consistency relationships. 
Our future work includes two aspects of the framework which need elaboration. 
First, the selection procedure of a favored pattern in the composition step needs to be 
made explicit and possibly quantitative. This is a challenging task as the selection is 
determined by non-functional goals which are difficult to measure. The second aspect 
is the specification of consistency relationships. The consistency check we outlined 
here needs validation in several cases studies. 
A particular property of the framework, namely its orientation towards legacy 
systems, needs additional research. Models of legacy systems can be integrated into 
our framework directly as fully developed views. Nevertheless, a potential preceding 
decomposition or identification of patterns may be beneficial. 
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