Current trends in manufacturing focus on the use of Information and Communication Technologies (ICT). The physical world and its virtual representation are increasingly converging, which leads to Cyber-Physical Production Systems (CPPS) in the manufacturing environment. CPPS synergize conventional production technology as well as ICT, allowing machines and products to exchange information, trigger actions and control other components autonomously. Therefore, seamless communication between physical objects of the shop floor and various computer systems is required. The Reference Architecture Model Industrie 4.0 (RAMI4.0) provided by the Plattform Industrie 4.0 specifies requirements for CPPS consisting of Industrie 4.0-components. In such systems, a major goal is to enable communication of I4.0 components among each other via industrial networks. For this purpose, RAMI4.0 suggests that each component has a virtual representation and uses Service-Oriented Architecture (SOA) based communication with I4.0-semantics. This paper describes a systematic approach to OPC Unified Architecture (OPC UA) information model for representing the static and dynamic behavior of manufacturing systems. Moreover, the approach is generic in the sense that it can be used to define information models for multiple target technologies, such as OPC UA, MTConnect and others. It even allows to reuse large parts of the generated models for similar manufacturing utilities and various target technologies. Therefore, we first present a concept for system analysis and design by using the Unified Modeling Language (UML), which is widely accepted for interdisciplinary work. The information gathered is then transformed to OPC UA information models which serves as target technology in this paper. The purpose of this approach is to simplify the process of defining virtual representations of manufacturing systems. Applying the presented concept allows transformation of classic manufacturing systems into CPPS with SOA-based communication and semantically rich virtual representations of individual components. It is therefore well suited to meet the requirements specified by RAMI4.0.
Introduction
Current manufacturing systems are faced with increasing use of Information and Communication Technologies (ICT). One of the most significant developments in that field are CyberPhysical Systems (CPS). CPS are a new generation of systems with integrated computational and physical capabilities [1] . They are characterized by a combination of real (physical) objects with information processing (virtual) objects which can communicate via (industrial) communication networks [2] .
The introduction of CPS into the manufacturing environment leads to Cyber-Physical Production Systems (CPPS). CPPS synergize conventional production technology and ICT, allowing machines and products to exchange information, trigger actions and control other components autonomously. This includes information exchange across all levels of production, from sensor to processes through machines up to production and logistics networks [3] .
Several R&D topics arise from the design and implementation of CPPS. The most important ones are to create standardized interfaces for vertical and horizontal data exchange through value added networks and define the "virtual twin" (i.e., the virtual representation of a physical object) of a manufacturing system. To realize the idea of flexible production systems, new methods are required which support the fusion of the virtual and real sub-systems. These methods have to be robust and fit for the future to be useful in rapid changing environments, such as modern production facilities. [4] . The Reference Architecture Model Industrie 4.0 (RAMI4.0) [5] provided by the Platform Industrie 4.0 offers solutions to the previously named challenges. It defines a Reference Architecture Model, which precisely describes Industrie 4.0 compliant production equipment. In addition, RAMI4.0 describes future production networks consisting of Industrie 4.0 components (I4.0-components). These I4.0-components have Service-Oriented Architecture (SOA) communication capabilities and a virtual representation which adds semantic information to the physical object. Semantic describes the relation between signifiers (e.g. words) and their denotation, what they stand for.
This semantic is necessary, because the exchange of information between two or more I4.0-components requires unequivocal semantics. RAMI4.0 suggest OPC UA, because it can be used for both, communication as well as to define virtual representations. OPC UA is the newest standard provided by the OPC Foundation, because of its communication capabilities.
In complex manufacturing systems several different entities are cooperating and each one needs a digital description (information model) in a semantic way.
While the Unified Modelling Language (UML) is established as the major modeling language in software development, there are several standards being used in the manufacturing environment. For each of them, the model and the code must be written and maintained separately, which requires high manual effort.
Model-driven techniques, which are already used to design complex software systems tremendously simplify the process of information model design. The main concept of a modeldriven approach is to separate the functional description and the implementation [6] . Thus, it is not necessary to repeat the process of defining an application or the system's functionality and behavior each time a new communication technology (OPC UA, for example) comes along.
This paper describes a model driven approach to OPC UA information model design for the virtual representation of systems. It thereby focuses on the manufacturing environment. The paper precisely specifies the workflow needed to generate these virtual representations. This workflow briefly introduces the necessary diagrams and tools for modeling and code generation.
The remainder of the paper is structured as follows: Chapter 2 gives an introduction to the current standardization efforts, the "RAMI4.0 " (chapter 2.1). The connection between RAMI4.0 and OPC UA and UML is also described (Chapter 2.2 & 2.3). Chapter 2.4 explains the basics of the MDA. Chapter 3 presents a model driven approach for OPC UA information model design. It describes all MDA phases in detail, including requirements analysis, platform independent modeling, platform specific modeling (OPC UA information modeling) and code generation. Chapter 4 summarizes the paper and gives an overview of the next steps to be done in the future. RAMI4.0, consists of a three-dimensional coordinate system that describes all necessary aspects of Industrie 4.0.
The right horizontal axis shows the hierarchy levels known from IEC 62264 [7] standard for enterprise IT and control systems. These levels represent the different entities grouped by the functionality which can be found in factories.
In addition to the hierarchical levels defined by IEC 62264, the layers labelled "Product" representing a workiece and Connected World (the connection to the Internet of Things and Internet of Services) were defined to represent all hierarchical levels in an Industrie 4.0 environment. On the left horizontal axis, the life cycle of facilities and products is shown. These different life cycle phases are based on IEC 62890 for life-cycle management. The differnce between instance and type are clearly described by RAMI4.0. A type becomes an instance when the design and prototyping is completed and the product is ready for beeing manufactured.
The layers on the vertical axis describe the decomposition of a machine into its properties structured layer by layer. These representations originate from ICT, where properties of complex systems are usually broken down into layers.
Within these three axes, all crucial aspects of Industrie 4.0 can be mapped, allowing objects such as machines to be classified according to the model. Highly flexible Industrie 4.0 concepts can thus be described and implemented using RAMI4.0. The reference architectural model allows for step-by-step migration from the present into the future world of Industrie 4.0. Cross-vendor data exchange is necessary for communication between machines or between machines and workpieces. This requires unified semantics including a common syntax for data. RAMI4.0 proposes OPC UA for realizing such communication.
OPC Unified Architecture -OPC UA
OPC Unified Architecture (OPC UA) [9] is the latest OPC standard specification provided by the OPC Foundation. It is used for interconnectivity in state-of-the-art industrial automation technology [10] .
Classic OPC is implemented in almost all industrial automation systems and, thus, well accepted. The three major improvements of the UA are platform independence, the capability to exchange data beyond local networks and the specification of a generic information model, which is a basis for domain specific information models [11] . Therefore it is widely accepted as an enabling technology for Industrie 4.0.
The OPC UA specification consists of 13 parts. The first seven parts are related to the core specifications e.g. the concept, security model, address space model, services, information model, service mappings and profiles. The parts eight to thirteen are related to access type specifications like data access, alarms and conditions, programs, historical access, discovery and aggregates. The most important ones necessary for user-specific information models are depicted in Fig. 2 . The address space model defined in Part 3 of the specification [12] is the meta model of OPC UA. The base component of the meta model are nodes. Several node classes are defined specializing the base node class (e.g. objects, variables, etc.). Each node has a set of attributes depending on the node class. Some attributes are mandatory and some are optional. For example, each node class requires a "NodeId" uniquely identifying the node, while the "Description" is optional [13] .
Besides the communication part, data modeling is the second fundament of OPC UA. In [9] , the base principals of UA modeling are listed as follows:
• Using object-oriented techniques with type hierarchies and inheritance.
• Type information is provided and can be accessed the same way as an instance.
• Full meshed network of nodes allows to connect the information in different ways.
• Extensibility of the type hierarchies as well as the references types between nodes.
• No limitations of modeling in order to allow an appropriate information model design.
• OPC UA information modeling is always done on the server.
These principals allow to generate simple, but also very complex, OPC UA information models.
Unified Modeling Language -UML
The Unified Modeling Language (UML) specified by the Object Management Group (OMG), is a graphical language for visualization, specification and documentation of artefacts of software systems [14] . UML is nowadays not only accepted as major modeling language for IT-software design, but is also often used as a tool for interdisciplinary work. UML's priority is to specify terms and relationships between them in form of so called "models" [15] . The latest specification, UML 2.5, has many types of diagrams which are broadly grouped into two categories: structural and behavioral diagrams [16] . Behavioral diagrams include dynamic diagrams, e.g. sequence diagram or state-chart diagram, including a few that represent special aspects of interactions. Structural diagrams like class diagrams, object diagrams, etc. are used to model static information.
To manage complexity, UML is organized into language units comprising a set of modeling elements [17] . The core language units for the later described MDA approach are the class, state-chart, component and use-case models.
Model-driven Architecture -MDA
In the Model-driven Architecture (MDA) models are the central elements of the software development process. The aim is to derive platform-specific models from platformindependent models using a highly automated process. This reduces the effort of software development and the adaptation to new technologies [6] . Any additions and changes to the model will be automatically reflected the next time the code is generated. MDA models can then be used for the production of documentation, acquisition specifications, system specifications, technology artifacts (e.g. source code) and executable systems [18] . Currently the main disadvantages of MDA is, that available tools are not able to automatically generate 100% of the code. So there is always a need to adapt the code manually after the generation process.
UML is the preferred modeling language for MDA. The most important advantage of using UML for Model-drivenArchitecture is that it proposes a format for information exchange between tools and applications. Aside from UML, XML Metadata Interchange (XMI) [19] and the Meta-Object Facility (MOF) [20] are the most important standards related to MDA.
MDA defines three levels of abstraction. The Computer Independent Model (CIM), the Platform Independent Model (PIM) and the Platform Specific Model (PSM) [21] .
A CIM is also often referred to as domain model because it uses a vocabulary that is familiar to the Subject Matter Experts (SMEs) [22] . It shows exactly what the system will do, but do not respect technology-specific information, to remain independent of the system implementation [23] . The CIM plays an important role to close the gap between domain experts and the information technologists responsible for implementing the system [23] .
A PIM specifies the system in more detail but still maintains a sufficient degree of generality to allow its mapping to one or more platforms. Usually this is done by defining a set of services, which do not consider technical details. The realization of these services in a platform specific way is done with other models [23] .
A PSM combines the specifications defined in the PIM with the details required to stipulate how a system uses a particular type of platform. The PSM has to contain all relevant information, i.e. the static structure and dynamic behavior of the system, using different Domain Specific Languages (DSL). Automated tools may be used to perform the PIM-PSM translation [21, 23] .
MDA approach to OPC UA information model design
The approach presented in this paper is depicted in Fig. 3 . It offers a MDA based method using UML class, state-chart, MDA is only an approach, systematic methods for each domain use-case have to be defined to exploit it [24] . However, which models should be used for different applications in the CIM and PIM is not always clear. Kriouile et.al [25] give an overview of different UML diagrams used for describing PIM and CIM. Despite the lack of appropriate modeling diagrams for using a MDA in manufacturing domain, there are also problems in OPC UA information modeling and implementation.
The development and implementation of OPC UA interfaces for virtual representation as "virtual twin" of systems needs know-how from several domain experts. In particular, the information model design and its implementation need a lot of effort and increase the initial investments required to get familiar with the OPC UA technology. To reduce development and implementation effort Software Development Kits (SDKs) from different manufactureres are used. These manufacturer mostly offer special tools for OPC UA information model design and, in some cases, to generate runnable code. These tools use different versions of XML-schemata for OPC UA information model representation. Therefore, the developed information models are often not compatible with other solutions available on the market. MDA seems to provide a proper solution for this problem.
The approach describes the complete engineering process of OPC UA information models from system requirements to code generation and deployment (cf. Fig. 3 ). The blue arrows in the graphic show the suggested workflow creating virtual representation of systems with OPC UA. In an ideal manner, this workflow is done automatically but currently there is a lack of automatic mechanisms. The yellow arrows represents knowledge and actions done by humans. In an optimal MDA, there is only a single information flow into the CIM, while all other models and necessary code is generated automatically. As this is currently not possible, we need information from system experts and users to generate the PIM and code for one entity. The major difference between MDA and the presented approach is that we have to take care of restrictions (gray arrows in Fig. 3) given by the technologies used in the manufacturing domain. This restrictions are respected by the Restricted Platform Independent Model (R-PIM) explained in Chapter 3.2.
Domain description -CIM
We use UML component and use-case diagrams for describing the target domain. With the component diagrams we define the system boundary and identify sub-systems necessary for modeling the PIM.
The use-case diagram describes the system functionality in an abstract way. With this description it is possible to define the operations of the system. These operations provide the basis for defining the operations in the class diagrams of the PIM. UML component diagrams are used to describe the static structure of the system. With the component digram it is possible to define the system boundaries and also identify sub-systems.
In a subsequent step, the interfaces between the different systems can be described in detail. The components defined in the diagram are the basis for the classes defined in the PIM.
The CIM to PIM transformation is currently done manually and requires additional knowledge from domain experts and system users (cf. Fig. 3 ).
Restricted platform independent description -R-PIM
The presented approach uses UML-class diagrams and UML-state charts to specify the dynamic behavior of manufacturing systems. The main elements are classes with related attributes and operations and the relationships between the classes. To identify the classes, attributes and operations necessary for the UML class diagramm we use, in addition to the information defined in the CIM, object-oriented modeling methods such as Object-Oriented Software Engineering (OOSE) [26] or the Object Modeling Technique (OMT) [27] .
Many manufacturing systems are event-driven, which means that they wait for the occurrence of some external or internal events. After recognizing the event, such systems performing the appropriate action, e.g. changing outputs or generating other events that trigger internal software functions. With rolebased scenarios, sub-systems are described and help to define the dynamic behavior of the system with state diagrams. UML state charts are used to display these transitions from one state to another. These diagrams consist of states, and transitions with optional guards between them [28] .
Established platform specific technologies (e.g. OPC UA, MTConnect) have been examined and a set of restrictions for platform independent modeling were defined. These restrictions lead to a R-PIM model which is not specialized for only one PSM, but with particular attention to OPC UA because of its role in the current I4.0 initiatives. To model the restrictions a meta-meta model may be used which is currently undefined and has to be defined in future steps. A simple example for a restriction is given by multiple inheritances, which may be defined in UML. In C# or other implementing languages used in PSM multiple inheritances can not be implemented and so is a restriction for the R-PIM.
The R-PIM model is extended with additional information needed for the specific PSMs. This information transform the R-PIM into an annotated R-PIM. Each node in OPC UA has the mandatory attributes NodeId, NodeClass, BrowseName and DisplayName. Thus each class of the PIM is annotated with these four parameters to meet the OPC UA requirements.
Transformation of R-PIM to PSM
Currently the transformation from UML to OPC UA is done manually but there are already solutions available for automated transformation. Rohjans et al. [29] describe an automatic transformation of UML-class diagrams to OPC UA address space models for power systems. They have developed a tool called "CIMBaT" [30] for automatic code design. This solution only allows to model the static behavior of the system.
A solution where the static structure as well as the dynamic behavior of a system, including restrictions, can be described and transformed into platform specific applications is currently developed at the TU Wien. For transformation of UML to OPC UA, transformation rules are required, which have been devel- oped during the current research program, but are not further explained in this paper. The transformation of the dynamic behavior follows the approach for Guarded State Machines in OPC UA [31] . In conformity with [32] and [33] , Fig. 4 shows the modeling tiers as well as the workflow from PIM to PSM and the final program code. The system layer M0 contains the Flexible Manufacturing System (FMS) as entity. This FMS is represented by a PIM that is defined in UML on Layer M2 and allows platform independent modeling on layer M1. Transforming this PIM to a desired platform is typically done by transforming PIM elements to PSM elements. A single element from the PIM may result in multiple PSM elements across multiple domains. A PSM for OPC UA conforms to the OPC UA metamodel, while a PSM for MTConnect conforms to the MTConnect meta-model. Each target platform can be implemented using different technologies and programming languages. Thus, a single PSM can be transformed into different programs (e.g. .NET based or C++).
The PIM as well as the PSMs on layer M1 describe the Manufacturing System on the system layer even if they are defined in different modeling languages.
Layer M3 of the figure consists of one unique meta-metamodel in order to define the language for specifying metamodels. In MDA, the Meta Object Facility (MOF) meta-metamodel is used to support interoperability between meta-models on layer M2.
Address space modeling and code generation
There are several tools with different levels of maturity available to create the address-space model and generate code. Most of them provide a graphical user interface for for modeling the address space, adding nodes and references and finally generate code. These tools not only speed up the implementation, they also increase the software quality by producing well structured and error-free code. As implementation is reduced to modeling and the code is generated automatically, even complex models can be implemented in a rapid fashion. Most tools are based on the related Software Development Kits (SDKs). In our proof-of-concept, we use a tool from Unified Automation, the UaModeler [34] . This tool supports all the SDKs from Unified Automation.
The UaModeler comes with three standard models and can be enhanced by user-defined models. These models can be edited, modified, and saved in an XML format. The UA Modeler is capable of generating code for multiple target languages. After creating the code for the specific entity, its necessary to manually implement the entity-specific functionality. An API is used for this purpose in many cases. After this step is com- Fig. 5 . Functions of state of the art OPC UA modeling tools [34] pleted the runnable server can be deployed. The two steps address space modeling and generating runnable code currently require a lot of time and effort because of the lack of available tools and APIs in the manufacturing environment.
Conclusion and further research
This paper presented an approach for OPC UA information model design based on Model-Driven Architecture. It showed the workflow for defining a virtual representation of manufacturing systems and the necessary steps for automatic code generation. Future work should help defining the CIM models. Ontologies as knowledge bases can be used instead of domain experts for automatic model design and transformation to platform independent models. This paper only presented the realization of OPC UA information model design, but the overall approach is generic and it is possible to extend it with transformation rules for other communication and modeling languages available in the manufacturing domain (e.g. MTConnect). Additionaly the transformation of UML to OPC UA should be modeled in Model-to-Model Transformation (MMT) language and an add-In for Enterprise Architect should be developed.
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