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a b s t r a c t
The iamxt is an array-based max-tree toolbox implemented in Python using the NumPy library for array
processing. It has state of the art methods for building and processing the max-tree, and a large set of
visualization tools that allow to view the tree and the contents of its nodes. The array-based programming
style and max-tree representation used in the toolbox make it simple to use. The intended audience of
this toolbox includes mathematical morphology students and researchers that want to develop research
in the field and image processing researchers that need a toolbox simple to use and easy to integrate in
their applications.
© 2017 The Authors. Published by Elsevier B.V.
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1. Motivation and significance
The max-tree [1] is a data structure that represents a gray-
scale image through the hierarchical relationship of its connected
components. A simple illustration of the max-tree is depicted in
Fig. 1. Filtering an image using the max-tree consists in remov-
ing some of its nodes. It has been used for attribute filtering and
interactive visualization [2], morphological filtering [3], feature
extraction with Maximally Stable Extremal Regions (MSER) [4],
interactive collection of training samples [5], image segmentation
[6,7], among other applications. Despite its large applicability, the
max-tree is still little known outside the mathematical morphol-
ogy community.
The motivation for this work is to provide to the scientific
community a max-tree toolbox that implements state of the art
algorithms, a large set of connected filters [8], anddisposes ofmany
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visualization tools to display the tree nodes and the connected
components they represent. The toolbox is intended for developing
applications, and teaching purposes.
There are a few public max-tree libraries. The SDC morphology
toolbox for MATLAB and Python [9] has a limited number of max-
tree processing functions, and the source code is not available.
The PINK image processing library has the max-tree algorithm
and Python bindings. The Milena implementation [10] in C++
also has Python bindings. It is not focused on max-trees, but it
has many max-tree construction algorithms implemented. Also, it
lacks themax-tree visualization features that our toolbox provides,
which is very useful for understanding and designingmethods. For
instance, built on top of our toolbox Tavares et al. [11] developed an
interactive visualization demo that displays not only the image, but
its max-tree. This demo is very useful for understanding the max-
tree. Westenberg et al. [2] provide a max-tree demo for interactive
volume visualization with attribute filtering.
To the best of our knowledge, there is no max-tree code
available that gathers so many features as our iamxt toolbox, and
is written in a high level programming language, such as Python,
le under the CC BY license (http://creativecommons.org/licenses/by/4.0/).
82 R. Souza et al. / SoftwareX 6 (2017) 81–84Fig. 1. (a) Brain image. (b) Max-tree illustration of (a). The arrows point to some of the connected components corresponding to the max-tree nodes.using an array programming style. The toolbox is well documented
and with many usage examples, making easier its use even for
people with not much knowledge of mathematical morphology.
Our iamxt toolbox can be employed in many applications and be
used to answer many research questions like the presence of a
common topology in brain magnetic resonance images of healthy
subjects.
This paper is organized as follows: Section 2 describes the
software implementation and its features. Section 3 illustrates
some examples of the toolbox features. Section 4 describes the
impact we expect iamxt will have in the scientific community.
Section 5 concludes this paper.
2. Software description
In this section we describe the languages and libraries used to
implement the iamxt toolbox.We also describe the structure of the
toolbox and the algorithms implemented.
2.1. iamxt implementation
The iamxt toolbox was implemented in Python using the
NumPy [12] library, which allows fast array processing. Our
implementation uses the array programming style, which avoids
using explicit loops as much as possible, but the portions of the
code in which we were not able to avoid it were implemented
in C++ and wrapped using SWIG [13]. The parallel loops where
optimized using OpenMP [14]. The toolbox also depends on other
libraries for rendering graphs. A complete list of the dependencies
and instructions on how to install the toolbox are available at:
https://github.com/rmsouza01/iamxt.
2.2. iamxt structure
The toolbox was structured using the object oriented program-
ming paradigm. The iamxt is divided in two classes: the base class
called MorphTreeAlpha and the derived class MaxTreeAlpha. The
MorphTreeAlpha class has the methods for walking on the tree,
such as retrieving nodes ancestors, descendants and children. It
has methods for drawing the tree and parts of it, and it also has
methods that are inherent to morphological trees other than the
max-tree, such as the tree of shapes [15]. The MaxTreeAlpha class
implements methods specific of max-trees.
The toolbox has a total of 30 methods: 4 for walking on the
tree, 2 filtering algorithms, 7 max-tree filters, 4 for drawing the
tree and parts of it, 9 for computing attributes from the max-treenodes, 2 auxiliary methods, and 2 reconstructionmethods: one for
recovering the image corresponding to the max-tree and the other
to recover the connected component corresponding to a node.
2.3. iamxt algorithms
The max-tree construction algorithm implemented in the
toolbox is the one based on the union-find with level compression
algorithm, which is described in [16]. The filtering algorithm
implementation is the one proposed in [17], which uses a different
array-based parent pointer max-tree representation, called node
oriented max-tree, which is more memory efficient than the usual
max-tree representation structures and easier for manipulating
the max-tree nodes. Our toolbox uses this structure to represent
the max-tree. The toolbox also implements many methods to
extract attributes from the max-tree nodes and to filter the
max-tree, such as extinction values [18], the hmax filter [1],
the area-open [19], the vmax [18], the extinction filter [20], the
maximal max-tree simplification (MMS) [21], among others that
are detailed in the toolbox documentation.
3. Illustrative examples
3.1. Bounding-box filtering
In this example we show how to use the max-tree for license
plate location using a bounding-box filter. In this case we filter all
the max-tree nodes whose bounding-box height is not between
13 and 25 pixels, the width is not between 7 and 17 pixels,
and the rectangularity ratio is larger than 0.45. The license plate
image and the result of the filtering procedure are depicted in
Fig. 2. The code to perform that is shown in the Code Fragment
1, and the comments describe the code. This example shows
some of the power of the max-tree. A simple filtering procedure
simplified greatly the image leaving practically just the license
plate characters.
Code Fragment 1: Bounding-box filter.
1 import iamxt
import numpy as np
3 #St ruc tu r ing element , connec t iv i ty−8
Bc = np . ones ( ( 3 , 3 ) , dtype = bool )
5 mxt = iamxt . MaxTreeAlpha ( img , Bc ) # max−t r e e cons t ruc t ion
7 #S i z e and shape thre sho ld s
Wmin,Wmax = 7 ,17
9 Hmin ,Hmax = 13 ,25
rr = 0.45
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#Computing bounding−box lengths from the
13 #a t t r i b u t e s s tored in NA
dx = mxt . node_array [ 7 , : ] − mxt . node_array [ 6 , : ]
15 dy = mxt . node_array [10 , : ] − mxt . node_array [ 9 , : ]
area = mxt . node_array [ 3 , : ]
17 RR = 1.0∗ area / ( dx∗dy)
19 #Se l e c t i n g nodes that f i t the c r i t e r i a
nodes = (dx>Hmin) & (dx<Hmax) & (dy > Wmin) &
21 (dy < Wmax) & (RR > rr )
23 #F i l t e r i n g
mxt . contractDR (nodes )
25 img_f i l tered = mxt . getImage ( )
3.2. Maximal max-tree simplification methodology
In this example we illustrate the maximal max-tree simplifica-
tion (MMS) methodology [21]. This methodology consists of set-
ting the number of tree leaves using an extinction filter (EF) fol-
lowed by the MMS filter. It guarantees that at the end of the pro-
cedure the number of max-tree nodes is bounded between the
number of leaves plus one and two times the number of leaves.This methodology can be used for image segmentation and object
recognition [21]. Thismethodology applied to a 2D brainMR image
set to preserve 7 leaves is depicted in Fig. 3.
3.3. Processing time
Abrief notion of the toolboxprocessing time is presentedhere, a
more detailed analysis is presented in [17]. The experiments were
performed on a 4-core virtual machine running in the Intel Xeon
X5675 serverwith clock of 3.06 GHz.We chose the three 256×256
pixels sample images shown in Fig. 4. We measured the average
times for building the max-tree using a 8-neighborhood, filtering
the max-tree using an area-open filter set to remove nodes with
area smaller than 500, and reconstructing the image. The images
were interpolated up to 1024 × 1024 pixels, so we can have an
idea of how the processing times evolve according to the images
size. The average processing times are summarized in Table 1.
4. Impact
Although very powerful, mathematical morphology tools,
such as the max-tree, are not very known/used outside the
84 R. Souza et al. / SoftwareX 6 (2017) 81–84Fig. 4. Sample images.Table 1
Average max-tree construction, filtering and image restitution processing times in
milliseconds.
Dimensions Construction Filtering Restitution Total
256 × 256 17.7 1.7 0.08 19.5
512 × 512 72.7 2.6 0.3 75.6
1024 × 1024 216.7 4.3 1.3 222.3
morphology community, one of the reasons for that may be
the fact that mathematical morphology algorithms can be very
complex to understand and implement. The iamxt is an educative
toolbox, where users that are not specialists on max-trees and
mathematical morphology can learn and develop applications,
and mathematical morphology researchers can benefit from our
toolbox. The impact of providing a simple to use, efficient, and easy
to extend open-source code is that the number of max-tree users
will grow, and they will extend our toolbox and use it to develop
their applications.
Our toolbox has been used in our research [21,20,17,11]. Also,
wehave international collaborators that use our toolbox for remote
sensing applications [22]. Also, iamxt is used to teach courses at
graduate level at the University of Campinas.
5. Conclusions
We provided a max-tree toolbox implemented in Python and
NumPy using the array-based programming style, where the
explicit loops that were not suitable to be implemented using
this style were optimized using C++ and OpenMP. State of the art
algorithms available in the literature were implemented in the
toolbox. That allied to the max-tree visualization routines that we
provide and the fact that it was implemented in an easy and open-
source programming language, such as Python/NumPy, makes
our toolbox suitable for developing applications, and teaching
purposes. In our next release of the toolbox we will incorporate
themethodology that builds a max-tree from a another tree-based
image representation proposed in [3].
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