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Resumo
Computac¸a˜o ub´ıqua, ou pervasive computing, introduz o uso de dispositivos
mo´veis e/ou embutidos em objetos e ambientes, com capacidade de comunicac¸a˜o e
computac¸a˜o, interagindo diretamente com o homem. Modelar e simular cena´rios ba-
seados nessa filosofia implica em sobrepor uma se´rie de desafios, a maioria associada
a` complexidade e heterogeneidade dos elementos presentes em tais cena´rios. Este
trabalho especifica e discute os requisitos, as caracter´ısticas e algumas func¸o˜es es-
senciais para modelagem e simulac¸a˜o de ambientes de computac¸a˜o ub´ıqua, auxiliado
por uma linguagem de especificac¸a˜o formal, Object-Z. Para alcanc¸ar esse objetivo,
foi desenvolvido um estudo minucioso dos elementos, caracter´ısticas, desafios, proje-
tos e tecnologias associadas a` computac¸a˜o ub´ıqua. Paralelamente, um estudo sobre
os conceitos essenciais de modelagem e projetos relacionados a` simulac¸a˜o foram
pesquisados e analisados. Baseada nessas pesquisas e ana´lises, a especificac¸a˜o foi
desenvolvida e avaliada sob treˆs distintos cena´rios exemplos de computac¸a˜o ub´ıqua.
Como consequ¨eˆncia, verifica-se que o modelo proveˆ estruturas para representar, ana-
lisar e discutir os aspectos para modelagem e simulac¸a˜o em diversos cena´rios de com-
putac¸a˜o ub´ıqua. Atrave´s da representac¸a˜o e discussa˜o desses aspectos, e´ poss´ıvel na˜o
apenas modelar cena´rios, mas investigar em profundidade, desde as questo˜es ba´sicas
ate´ as mais complexas, os desafios, soluc¸o˜es, caracter´ısticas e comportamentos nos
ambientes.
vAbstract
Pervasive computing (also called ubiquitous computing) is a trend toward mobile
and/or embedded devices in objects and environments. It provides a great compu-
tation power, connection to other devices, and direct interaction with humans. The
complexity and heterogeneity of elements is a research challenge to model, and si-
mulate ubiquitous computing environments. Therefore, there is not a simulator to
achieve many important aspects of pervasive computing philosophy till now. A de-
tailed study about features and relations in the environments is necessary to reach
this aim. This dissertation specifies and argues about requirements, features, relati-
ons, and behaviors to model, and to simulate ubiquitous computing environments.
A formal specification language (Object-Z) is used to design a specification model to
aggregate all these aspects. As a result, the model provides structures to represent,
analyze, and discuss several issues about modeling, and simulation in ubiquitous
computing scenarios. By the discussion and representation of the aspects, it is pos-
sible to model scenarios, and investigate basic and relevant issues about challenges,
solutions, features and behaviors in the environments.
vi
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11 Introduc¸a˜o
Computac¸a˜o ub´ıqua, ou pervasive computing, e´ um paradigma promissor, e rea-
lidade em alguns casos, para tornar a computac¸a˜o pessoal muito mais que a simples
interac¸a˜o com microcomputadores, mas para liberta´-la das restric¸o˜es esta´ticas e pes-
soais e inseri-la no ambiente do homem, rompendo as barreiras f´ısicas e/ou virtuais.
Fornece uma perspectiva interessante para acessar a informac¸a˜o em qualquer lo-
cal e a qualquer hora, atrave´s da criac¸a˜o de ambientes impregnados de dispositivos
com capacidades computacionais e de comunicac¸a˜o, interagindo diretamente com
o homem. Esses dispositivos, denominados dispositivos ub´ıquos, teˆm se tornado
mais poderosos e menores, facilitando a sua inserc¸a˜o em diversos tipos de objetos
e introduzindo controle, computac¸a˜o e comunicac¸a˜o para acessar e compartilhar
informac¸a˜o com um conjunto infinito de outros dispositivos.
Casas e carros inteligentes, ambientes que se adaptam ao comportamento do
usua´rio, dispositivos embutidos em roupas, acesso´rios, eletrodome´sticos ou em qual-
quer outro objeto, dispositivos porta´teis que se comunicam entre si e com o ambi-
ente, sensores espalhados em ambientes coletando informac¸o˜es, reconhecimento de
voz, face e gestos sa˜o exemplos de tecnologias desse cena´rio. Para prover e promo-
ver todas essas caracter´ısticas, computac¸a˜o ub´ıqua impo˜e uma busca por soluc¸o˜es
em software e hardware. Os sistemas devem ser onipresentes, transparentes, conec-
tados, intuitivos, porta´veis, seguros e constantemente dispon´ıveis. Os dispositivos
devem ser pequenos, embutidos, econoˆmicos, porta´teis e ergonoˆmicos. Os usua´rios
na˜o devem se incomodar ou se distrair com a tecnologia, mas a utilizarem inconsci-
entemente na realizac¸a˜o de suas tarefas.
Atingir as caracter´ısticas supracitadas requer sobrepor uma se´rie de desafios para
a construc¸a˜o dos cena´rios que suportam a filosofia descrita por computac¸a˜o ub´ıqua.
Satyanarayanan (2001) afirma que muitos desafios sa˜o derivados de sistemas dis-
tribu´ıdos e computac¸a˜o mo´vel, tais como toleraˆncia a falha, comunicac¸a˜o remota,
2alta disponibilidade, seguranc¸a distribu´ıda, redes mo´veis, acesso a informac¸a˜o mo´vel
e aplicac¸o˜es adaptativas; outros sa˜o espec´ıficos, tais como uso efetivo de espac¸os inte-
ligentes, distrac¸a˜o mı´nima do usua´rio, escalabilidade de localizac¸a˜o e mascaramento
de condic¸o˜es adversas. Hild (AHMED; THOMPSON, 2004) afirma que sa˜o treˆs os
principais desafios. Primeiro, a seguranc¸a, devido a` conectividade de informac¸a˜o. Se-
gundo, a energia, pois, devido a`s dimenso˜es e interac¸o˜es, os dispositivos despendem
mais energia. Terceiro, a otimizac¸a˜o em larga escala, devido a` grande quantidade
de dados monitorados, coletados, armazenados e processados. Ha´ outros problemas
relacionados a implicac¸o˜es comportamentais e sociais, privacidade, questo˜es de in-
terface, manutenc¸a˜o dos ambientes e dispositivos, ambientes e proto´tipos de testes,
desenvolvimento de aplicac¸o˜es u´teis baseadas nas tecnologias atuais ou novas, entre
outros.
Os desafios citados sa˜o apenas uma amostra da dificuldade para tornar efetiva
a visa˜o de computac¸a˜o ub´ıqua. Entender, representar e propor soluc¸o˜es para os
problemas e´ uma atividade complexa, pois requer ana´lise minuciosa do ambiente e
de suas restric¸o˜es, criac¸a˜o de proto´tipos, testes de aplicac¸o˜es e dispositivos, ale´m de
avaliac¸a˜o das implicac¸o˜es pra´ticas da soluc¸a˜o. Todo esse processo consome um longo
tempo para alcanc¸ar os requisitos necessa´rios e enfim avaliar o problema e a soluc¸a˜o
em si. Muitas vezes, ao chegar ao final do processo, sa˜o observadas novas questo˜es
na˜o previstas ou na˜o consideradas anteriormente. Uma das soluc¸o˜es para auxiliar,
acelerar e evitar problemas e´ o uso de modelagem e simulac¸a˜o. Os modelos abstraem,
atrave´s de uma representac¸a˜o simplificada do sistema real, as questo˜es importantes a
serem investigadas e viabilizam uma ana´lise dos elementos existentes em um cena´rio.
A simulac¸a˜o viabiliza a percepc¸a˜o, medic¸a˜o e avaliac¸a˜o do comportamento do sistema
sob diferentes situac¸o˜es.
Barton (2002) justifica o uso de simulac¸a˜o baseado na dependeˆncia do ciclo para
construc¸a˜o de dispositivos e aplicac¸o˜es. Ele alega que construir hardware adequado
depende da adequac¸a˜o da aplicac¸a˜o de computac¸a˜o ub´ıqua e a aplicac¸a˜o na˜o pode
ser desenvolvida sem o hardware adequado. Ubiwise e´ um projeto de simulador,
na˜o terminado, que tenta enderec¸ar esse problema. Heckmann (2005) propo˜e uma
ontologia para modelar partes do mundo real, em especial, o usua´rio. UbisWorld e´ o
resultado desse modelo. O objetivo e´ auxiliar a resoluc¸a˜o de questo˜es de pesquisa e
modelagem de usua´rios. Tambe´m pode ser usado para simulac¸a˜o, inspec¸a˜o e controle
do mundo real. Morla (2004) propo˜e um novo ambiente para testar e validar questo˜es
3relacionadas a rede e a sistemas em aplicac¸o˜es baseadas em localizac¸a˜o antes de seu
desenvolvimento real. Ele defende que testes e validac¸a˜o complexos e caros podem
comprometer ou inibir o desenvolvimento custo-efetivo de aplicac¸o˜es de computac¸a˜o
ub´ıqua.
A modelagem e a simulac¸a˜o de ambientes de computac¸a˜o ub´ıqua podem ser
usados em diversos escopos. Na educac¸a˜o, pois os recursos para construir uma
infra-estrutura envolve muitos gastos. Na reduc¸a˜o de custos de desenvolvimento
em empresas, onde o tempo para fornecer produtos de qualidade sa˜o cr´ıticos. Na
averiguac¸a˜o de compatibilidade, pois averiguar e comparar com uma diversidade
de produtos reais e´ complicado. Em pesquisas, para testes e validac¸a˜o de experi-
mentos, tais como dispositivos, ambientes e protocolos. Na avaliac¸a˜o de qualidade,
pois estat´ısticas de simulac¸a˜o permitem inferir sobre uma quantidade expressiva de
varia´veis em ambientes. No projeto de novos dispositivos, os quais na˜o podem ser
constru´ıdos plenamente por impossibilidade de implementac¸a˜o. Na verificac¸a˜o de
impactos sociais e comportamentais sobre os usua´rios. Enfim, em uma se´rie de ati-
vidades e projetos em que os modelos reais ainda na˜o existem ou na˜o podem ser
aplicados devido a`s restric¸o˜es.
Desenvolver um simulador para cena´rios reais e´, no entanto, uma tarefa complexa
e envolve um estudo minucioso da a´rea de aplicac¸a˜o. Como exemplo, os simuladores
de voˆos precisam reproduzir com fidelidade todos os aspectos e situac¸o˜es reais ao
qual uma aeronave pode ser exposta. A partir dessa premissa, a construc¸a˜o de um
simulador para ambientes de computac¸a˜o ub´ıqua envolve um estudo aprofundado
sobre as caracter´ısticas e relac¸o˜es nos ambientes de computac¸a˜o ub´ıqua. Atrave´s da
representac¸a˜o e discussa˜o desses aspectos a partir da especificac¸a˜o de um modelo,
e´ poss´ıvel na˜o apenas modelar ambientes, mas investigar em profundidade, desde
as questo˜es ba´sicas ate´ as mais complexas, os desafios, soluc¸o˜es, caracter´ısticas e
comportamentos nos ambientes.
Considerando a importaˆncia de modelar e simular ambientes de computac¸a˜o
ub´ıqua e a dificuldade e inexisteˆncia de um simulador gene´rico, isto e´, com a ca-
pacidade de representar e simular uma diversidade de ambientes, esse trabalho tem
como objetivo especificar e discutir os requisitos, caracter´ısticas e algumas func¸o˜es
para modelagem e simulac¸a˜o de ambientes de computac¸a˜o ub´ıqua. Para alcanc¸ar
esse objetivo, diversos to´picos relevantes para computac¸a˜o ub´ıqua sa˜o abordados.
4Em espec´ıfico, a conceituac¸a˜o e qualificac¸a˜o da a´rea, a discussa˜o de suas premissas
e desafios, a compreensa˜o e representac¸a˜o dos elementos envolvidos nos ambientes,
a especificac¸a˜o e representac¸a˜o dos usua´rios, a discussa˜o dos problemas e soluc¸o˜es
para modelar e simular os ambientes, a aplicac¸a˜o e ana´lise da especificac¸a˜o em um
ambiente espec´ıfico.
Para atingir os objetivos utiliza-se uma linguagem de especificac¸a˜o formal para
representar as caracter´ısticas, relac¸o˜es e associac¸o˜es entre os elementos em ambien-
tes de computac¸a˜o ub´ıqua. Entretanto, inicialmente deve-se compreender todas as
tema´ticas referentes a` composic¸a˜o dos ambientes e como elas se relacionam. Entre
as principais tema´ticas temos a representac¸a˜o dos elementos, a conectividade e as
caracter´ısticas e desafios em computac¸a˜o ub´ıqua. Com um conhecimento fundamen-
tado, essas questo˜es sa˜o associadas com a teoria de modelagem e simulac¸a˜o. A partir
dessa composic¸a˜o, especifica-se um modelo com a linguagem formal de acordo com
os requisitos obtidos e avaliados. O conteu´do da especificac¸a˜o e´ justificado e anali-
sado atrave´s de seus requisitos e uma aplicac¸a˜o. Ao final, o trabalho e´ comparado
com trabalhos similares.
Apesar da abrangeˆncia do tema abordado, ha´ itens que devem ser explicitados
para na˜o originarem discordaˆncias quanto ao conteu´do e me´todos empregados. O
formalismo e´ utilizado apenas para representar e discutir a especificac¸a˜o e na˜o para
provar assunc¸o˜es sobre os ambientes. A implementac¸a˜o de um simulador na˜o e´
um objetivo, logo na˜o sa˜o abordadas as te´cnicas e questo˜es para sua viabilidade.
Nem todos os elementos sa˜o caracterizados detalhadamente, em alguns casos, sa˜o
somente consideradas as propriedades mais relevantes. A modelagem se concentra
em especificar as caracter´ısticas e comportamentos importantes para ressaltar as
interac¸o˜es, isto e´, as relac¸o˜es entre os elementos.
Este trabalho evidencia duas importantes contribuic¸o˜es. A primeira e´ a especi-
ficac¸a˜o e discussa˜o dos aspectos relevantes para modelagem e simulac¸a˜o de ambientes
de computac¸a˜o ub´ıqua. A segunda e´ a representac¸a˜o atrave´s de uma linguagem for-
mal das caracter´ısticas, relac¸o˜es e comportamentos dos elementos envolvidos para
o projeto e desenvolvimento de um simulador. Em especial, isso e´ inovador, visto
que na˜o existe um simulador gene´rico e para implementa´-lo e´ necessa´rio conhecer
profundamente o ambiente de aplicac¸a˜o. A especificac¸a˜o, mesmo na˜o provendo um
modelo de implementac¸a˜o, colabora para tornar realidade este projeto.
5A dissertac¸a˜o esta´ organizada em seis cap´ıtulos, entre eles a introduc¸a˜o e con-
cluso˜es. O cap´ıtulo dois apresenta e introduz computac¸a˜o ub´ıqua. Apresentam-se
questo˜es histo´ricas, definic¸o˜es, relac¸o˜es com outras a´reas, caracter´ısticas, desafios e
projetos. Sua principal contribuic¸a˜o, no entanto, refere-se a` definic¸a˜o e qualificac¸a˜o
das entidades que compo˜em os ambientes de computac¸a˜o ub´ıqua e aos meios de
comunicac¸a˜o utilizados para prover a conectividade. Tambe´m sa˜o apresentados os
servic¸os e aplicac¸o˜es que se utilizam da infra-estrutura dos ambientes e um exem-
plo de cena´rio para fundamentar os conceitos abordados. A combinac¸a˜o de toda
essa fundamentac¸a˜o constitui a fonte prima´ria de informac¸a˜o para a especificac¸a˜o
do modelo. O cap´ıtulo treˆs aborda as questo˜es referentes a` modelagem e simulac¸a˜o
atrave´s da apresentac¸a˜o dos conceitos e teoria sobre essa a´rea. Neste cap´ıtulo e´
apresentada a linguagem formal Object-Z, utilizada na especificac¸a˜o, e o estudo
mais detalhado de dois trabalhos direcionados a` modelagem e simulac¸a˜o de ambien-
tes de computac¸a˜o ub´ıqua. O cap´ıtulo quatro apresenta a especificac¸a˜o e a discussa˜o
do modelo para representar os elementos, associac¸o˜es e comportamentos nos ambien-
tes de computac¸a˜o ub´ıqua. Esse cap´ıtulo e´ o principal cap´ıtulo da dissertac¸a˜o, pois
durante a construc¸a˜o do modelo, os aspectos relevantes para modelagem e simulac¸a˜o
sa˜o examinados e discutidos no momento de sua especificac¸a˜o. O cap´ıtulo cinco e´ a
aplicac¸a˜o, ana´lise e discussa˜o em cena´rios reais para observar e avaliar alguns deta-
lhes sobre modelagem e simulac¸a˜o na˜o percept´ıveis na especificac¸a˜o. Sa˜o avaliadas
tambe´m a especificac¸a˜o e sua comparac¸a˜o com outros trabalhos. O cap´ıtulo seis
apresenta as concluso˜es, as expectativas e os projetos futuros.
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Na˜o e´ de hoje que se discute sobre sociedades que convivem com dispositivos
integrados ao ambiente, os quais se comunicam com dispositivos mo´veis e fornecem
uma se´rie de facilidades para a comodidade do homem. Os escritores, os cineastas e
os filo´sofos sempre adoraram abordar esse assunto, tratando de cena´rios futur´ısticos,
onde dispositivos colaboram com a sociedade, possuem inteligeˆncia similar a` hu-
mana, ou no mı´nimo interagem atrave´s da fala, entendem o contexto das situac¸o˜es
e executam ac¸o˜es que va˜o ale´m das capacidades de qualquer pessoa.
A cieˆncia ainda esta´ muito longe de alcanc¸ar tais perspectivas, mas ha´ muito tra-
balho sendo desenvolvido para tornar essa visa˜o realidade. Este cap´ıtulo apresenta
um breve histo´rico, definic¸o˜es, elementos, caracter´ısticas e desafios em computac¸a˜o
ub´ıqua. Ao final, sa˜o apresentadas aplicac¸o˜es e projetos que contemplam elementos
e diversas caracter´ısticas deseja´veis em ambientes de computac¸a˜o ub´ıqua.
2.1 Histo´rico
Computac¸a˜o ub´ıqua teve seu in´ıcio em meados de 1987, nos laborato´rios de
eletroˆnica e imagem da Xerox, no centro de pesquisa de Palo Alto (WEISER; GOLD;
BROWN, 1999). O termo utilizado pelos pesquisadores para referir-se a essa nova
a´rea era Ubiquitous Computing. A visa˜o dos pesquisadores se distanciava do tra-
dicional esquema: uma pessoa, um computador pessoal. O objetivo da equipe era
distribuir dispositivos com capacidades computacionais pelo ambiente, mas sem que
a presenc¸a destes fosse notada, da´ı o termo Computac¸a˜o Invis´ıvel.
A partir desta pesquisa, diversos laborato´rios resolveram participar, inclusive
de outras a´reas como Antropologia, responsa´vel por observar e analisar os impac-
tos no comportamento das pessoas pela introduc¸a˜o de dispositivos eletroˆnicos em
7seu ambiente. Todo esse interesse resultou, em 1988, na criac¸a˜o do programa de
Computac¸a˜o Ub´ıqua do Laborato´rio de Computac¸a˜o (CSL)1.
Em 1991, Mark Weiser, pesquisador da Xerox e considerado o idealizador da
computac¸a˜o ub´ıqua, publicou na Scientific American o primeiro artigo que abordava
o assunto, intitulado The Computer for the 21th Century (WEISER, 1991). Neste
artigo, sa˜o discutidos treˆs tipos de dispositivos: tabs - dispositivos pequenos (ex.:
carta˜o), pads - dispositivos medianos (ex.: palmtops), board - dispositivos grandes
(ex.: telas ou letreiros digitais). Contudo, a principal contribuic¸a˜o do seu artigo
foi qualificar como deveria ser implementada e qual a expectativa com relac¸a˜o a`
computac¸a˜o ub´ıqua.
No ano de 1993, Weiser publicou, com enfoque mais cient´ıfico, o artigo Some
Computer Science Issues in Ubiquitous Computing (WEISER, 1993) em Communi-
cations of ACM. Este artigo discute questo˜es relevantes de computac¸a˜o ub´ıqua. Sa˜o
abordadas questo˜es de hardware, rede, aplicac¸o˜es, privacidade, me´todos computaci-
onais e interac¸a˜o.
Apesar destas publicac¸o˜es e de outras pesquisas, o assunto na˜o se destacou du-
rante a de´cada de 90. O enfoque das pesquisas nessa de´cada foram os sistemas dis-
tribu´ıdos, principalmente impulsionados pela Internet e pela necessidade das grandes
corporac¸o˜es. Pore´m, a computac¸a˜o ub´ıqua comec¸ou a engatinhar, pois muitas das
limitac¸o˜es, principalmente referentes a questo˜es de comunicac¸a˜o, foram vencidas em
virtude das pesquisas em sistemas de telecomunicac¸o˜es e sistemas distribu´ıdos.
A partir do final da de´cada passada, o assunto emergiu novamente, impulsio-
nado pela computac¸a˜o mo´vel e pela evoluc¸a˜o dos dispositivos eletroˆnicos, cada vez
menores e com capacidades computacionais mais elevadas. Assim, poderiam ser
transportados, embutidos em eletrodome´sticos, ou ate´ mesmo implantados sob a
pele.
Um passo importante para a evoluc¸a˜o da a´rea foi o surgimento de eventos ci-
ent´ıficos espec´ıficos, como por exemplo, o Ubicomp - ACM 2, abordando o assunto
na˜o mais com ceticismo e como pura ficc¸a˜o, e o lanc¸amento de revistas espec´ıficas,
destacando-se a IEEE Pervasive Computing3.
1http://www.parc.com/research/csl/
2http://ubicomp.org
3http://www.computer.org/pervasive
8Um artigo importante para a formalizac¸a˜o da a´rea e´ Pervasive Computing: Vi-
sion and Challenges (SATYANARAYANAN, 2001) que introduz definic¸o˜es, campos
relacionados, desafios e linhas de pesquisas na a´rea.
Sumariando, ao final do se´culo 20 e comec¸o do novo se´culo, muitos grupos de
pesquisa trabalham com a a´rea, tornando imposs´ıvel atribuir os me´ritos a todos os
projetos que esta˜o sendo desenvolvidos.
2.2 Definic¸o˜es
Ha´ muitas definic¸o˜es de computac¸a˜o ub´ıqua, as quais nem sempre contemplam
toda a abrangeˆncia do seu significado. Por exemplo, os termos pervasive e computing
na˜o traduzem realmente as potencialidades dessa a´rea. Em portugueˆs, computac¸a˜o
permeada, impregnante ou simplesmente, para os que querem transforma´-la corri-
queira usando um neologismo, computac¸a˜o pervasiva. Computac¸a˜o ub´ıqua, utilizada
como sinoˆnimo, significa computac¸a˜o onipresente.
Na˜o ha´ um consenso quanto a` utilizac¸a˜o de ubiquitous computing como sinoˆnimo
de pervasive computing. Na maioria dos artigos, os termos aparecem como sinoˆnimos,
pore´m ha´ alguns pesquisadores que os utilizam com significados diferentes. Nestes
casos, pervasive computing e´ usado para expressar computac¸a˜o embutida, mo´vel e
invis´ıvel enquanto ubiquitous computing e´ usado para expressar computac¸a˜o onipre-
sente, no sentido de acessar recursos em qualquer hora e lugar.
Um exemplo mais heterogeˆneo quanto a` nomenclatura pode ser encontrado em
Lyytinen (2002), onde sa˜o diferenciados computac¸a˜o mo´vel, pervasive computing e
computac¸a˜o ub´ıqua. Lyytinen afirma que os termos sa˜o indevidamente usados em
contextos iguais, mas, na verdade, seus significados sa˜o conceitualmente diferentes
e empregam diferentes ide´ias de organizac¸a˜o e servic¸o. Para Lyytinen, computac¸a˜o
mo´vel e´ a capacidade de mover fisicamente conosco servic¸os de computac¸a˜o; per-
vasive computing e´ fornecer aos dispositivos a capacidade de obter informac¸a˜o do
ambiente em que esta˜o embutidos, utiliza´-la para dinamicamente construir modelos
de computac¸a˜o e fornecer ao ambiente a capacidade de detectar e se auto-configurar
para esses dispositivos; computac¸a˜o ub´ıqua e´ a junc¸a˜o de pervasive computing e um
grau elevado de mobilidade.
Segundo a visa˜o de Weiser (WEISER, 1991, 1993), computac¸a˜o ub´ıqua e´ a criac¸a˜o
9de ambientes impregnados de dispositivos, com capacidade de computac¸a˜o e comu-
nicac¸a˜o, os quais devem apresentar-se de maneira invis´ıvel ao usua´rio. Ele afirmava
que as tecnologias que mais se destacam sa˜o aquelas que desaparecem ao tornar-se
parte do cotidiano, impossibilitando notar sua presenc¸a.
Os cientistas da IBM definem pervasive computing como um acesso conveniente
a informac¸o˜es relevantes, atrave´s de uma nova classe de ferramentas e aplicac¸o˜es com
a habilidade para facilmente realizar ac¸o˜es sobre elas quando e onde for necessa´rio
(HANSMANN et al., 2003).
Em nosso estudo consideramos que pervasive computing e ubiquitous computing
(computac¸a˜o ub´ıqua) representam as mesmas ide´ias. Tal considerac¸a˜o e´ feita com
base na nomenclatura aceita pelo IEEE, conforme pode ser conferido em Satyana-
rayanan (SATYANARAYANAN, 2001).
Particularmente, pode-se dizer que computac¸a˜o ub´ıqua e´ a evoluc¸a˜o da com-
putac¸a˜o centrada no microcomputador para a computac¸a˜o em qualquer hora e lugar,
utilizando como suporte, ale´m dos microcomputadores, uma legia˜o de novos dispo-
sitivos e tecnologias emergentes. Em outras palavras, e´ a computac¸a˜o onipresente,
acess´ıvel em qualquer ambiente; e´ a computac¸a˜o atrave´s da comunicac¸a˜o entre dis-
positivos, usua´rios e ambientes; e, e´ a computac¸a˜o que simplifica a realizac¸a˜o das
tarefas do usua´rio.
2.3 Entidades
Entidade e´ uma palavra de origem latina que significa algo que constitui a
esseˆncia de uma coisa, um ser, um grupo que dirige as atividades de uma classe, ou
ainda, tudo quanto existe ou pode existir (FERREIRA, 2004).
No presente contexto, o termo entidade e´ utilizado para referenciar todas as
instaˆncias que de alguma forma colaboram para a formac¸a˜o e definic¸a˜o de um ambi-
ente de computac¸a˜o ub´ıqua. Entidades podem ser pessoas, dispositivos e softwares.
Ale´m das entidades, os ambientes de computac¸a˜o ub´ıqua sa˜o compostos pe-
los meios de comunicac¸a˜o, responsa´veis pela conectividade, e por objetos sem pro-
priedades computacionais, os quais interferem diretamente no comportamento das
entidades nos ambientes ub´ıquos.
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Durante as interac¸o˜es nos ambientes, dependendo do n´ıvel de abstrac¸a˜o, ha´ si-
tuac¸o˜es em que entidades podem estar desempenhando simultaneamente o mesmo
papel. Por exemplo, no caso de uma operac¸a˜o com um palmtop. Neste caso, na˜o e´
poss´ıvel identificar unicamente qual entidade esta´ interagindo. Pode ser o disposi-
tivo, o software ou a pessoa que requisitou a operac¸a˜o.
As entidades desempenham os principais pape´is nos cena´rios de computac¸a˜o
ub´ıqua. Para ilustrar sua importaˆncia, nesta sec¸a˜o sa˜o apresentados uma nomen-
clatura, uma classificac¸a˜o e os pape´is dessas entidades.
2.3.1 Pessoas
A participac¸a˜o do ser humano em ambientes de computac¸a˜o ub´ıqua desempenha
um dos principais aspectos para a definic¸a˜o desses ambientes. Entender e representar
sua participac¸a˜o e´ uma atividade complexa, pois na˜o ha´ uma classificac¸a˜o e nem uma
nomenclatura para definir pessoas; relevantes sa˜o os comportamentos e as relac¸o˜es
com as outras entidades.
Uma pessoa relaciona-se com outras entidades atrave´s de interfaces. As inter-
faces sa˜o responsa´veis por fornecer os meios adequados para que essa interac¸a˜o seja
o mais transparente poss´ıvel. Outro requisito e´ a qualidade. Se as relac¸o˜es na˜o
atendem as expectativas, as pessoas podem interferir diretamente no funcionamento
do sistema ou no seu desuso.
O comportamento define como as pessoas podem reagir a determinadas cir-
cunstaˆncias. Por exemplo, uma pessoa com domı´nio de informa´tica aceita e aprende
com maior facilidade um sistema desconhecido, enquanto outras podem simples-
mente desistir ou usar o sistema incorretamente.
Pessoas sa˜o seres autoˆnomos e mo´veis. Essas caracter´ısticas implicam direta-
mente em diversos aspectos no ambiente de computac¸a˜o ub´ıqua. A autonomia in-
fluencia nas relac¸o˜es, pois as outras entidades teˆm regras bem definidas de funciona-
mento. Logo, se uma relac¸a˜o e´ iniciada, nem sempre pode ser interrompida, ou caso
seja, pode levar a resultados na˜o esperados. A mobilidade afeta a comunicac¸a˜o, pois
pessoas em movimento, carregando seus dispositivos, podem interferir ou aumentar
a complexidade das comunicac¸o˜es que esta˜o sendo realizadas.
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2.3.2 Dispositivos
Dispositivos com capacidade de comunicac¸a˜o e/ou computac¸a˜o sa˜o, com certeza,
os alicerces para a existeˆncia e a crescente ascensa˜o da computac¸a˜o ub´ıqua. Sa˜o
referenciados como dispositivos ub´ıquos ou pervasive devices.
Os primeiros produtos que apareceram com essas caracter´ısticas eram muito
simples, por exemplo, os primeiros celulares. Atualmente, a quantidade e sofisticac¸a˜o
desses dispositivos e´ superior aos primeiros produtos comercializados. Mas, o mais
inacredita´vel sa˜o as promessas que ainda na˜o sa˜o produtos e podem vir a se tornar
realidade nos pro´ximos anos.
Devido a grande variabilidade desses dispositivos ub´ıquos, torna-se dif´ıcil des-
crever separadamente as caracter´ısticas de cada um. Para tal, e´ proposta uma
divisa˜o em treˆs grandes grupos, os quais ainda sa˜o subdivididos em categorias mais
espec´ıficas, como pode ser observado na figura 2.1.
Figura 2.1: Classificac¸a˜o em categorias dos dispositivos
Dispositivos embutidos sa˜o dispositivos de hardware inseridos dentro de um
objeto, os quais introduzem a capacidade de computac¸a˜o e comunicac¸a˜o. Nesses
dispositivos existe um sistema que realiza todo o controle, por isso geralmente na li-
teratura essa a´rea e´ designada como sistemas embutidos. Os sistemas embutidos sa˜o
programados dentro desses dispositivos e dependendo de sua sofisticac¸a˜o possuem
diversas caracter´ısticas que se aproximam de sistemas computacionais tradicionais.
Uma outra caracter´ıstica e´ a possibilidade de comunicac¸a˜o e de inserc¸a˜o de um
certo grau de autonomia e inteligeˆncia nesses dispositivos, conduzindo para o que e´
proposto por computac¸a˜o ub´ıqua. O termo dispositivo embutido implicitamente en-
globa em seu significado a existeˆncia um dispositivo inserido dentro de um objeto e
que este dispositivo tem um sistema embutido que o controla. Por exemplo, o forno
de microondas possui um microcontrolador embutido com um software de controle.
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O software fornece a interface das func¸o˜es do microondas e gerencia a execuc¸a˜o das
tarefas.
Dispositivos porta´teis sa˜o dispositivos que por sua natureza sa˜o projetados para
realizar tarefas computacionais e podem ser transportados pelo usua´rio. Esses dis-
positivos fornecem aos seus usua´rios poder de computac¸a˜o superior aos dispositivos
embutidos e uma variedade maior de func¸o˜es e possibilidade de expansa˜o. Os dis-
positivos porta´teis sa˜o classificados como dispositivos que possuem um porte maior,
uma interface com mais func¸o˜es, um sistema operacional mais sofisticado e capaci-
dades computacionais para processamentos mais complexos.
Dispositivos fixos sa˜o os computadores, servidores, clusters que fornecem o mais
alto grau de computac¸a˜o para seus usua´rios. Esses dispositivos sa˜o estac¸o˜es fixas,
devido ao seu tamanho e a necessidade de alimentac¸a˜o de energia constante. Desem-
penham pape´is importantes como auxiliares para computac¸a˜o e comunicac¸a˜o entre
dispositivos menores. Ale´m dos computadores, todo dispositivo que se apresenta
em posic¸o˜es fixas no ambiente e na˜o se encaixa nas outras categorias faz parte desse
grupo, como e´ o caso dos sensores e atuadores.
Carto˜es (Smart Cards)
Smart cards sa˜o carto˜es com microprocessador ou memo´ria embutidos que, junto
com um leitor, podem ser utilizados para diferentes tipos de aplicac¸o˜es. Podem
ser empregados para guardar informac¸o˜es cr´ıticas, como por exemplo, chaves crip-
togra´ficas; ser utilizado como carteira digital, ou seja, armazenar dinheiro e realizar
transac¸o˜es financeiras; fornecer servic¸os de autenticac¸a˜o e assim por diante.
Podem ser de dois tipos: carta˜o memo´ria, onde sua u´nica func¸a˜o e´ armazenar
dados e fornecer uma seguranc¸a opcional, ou carta˜o processador, capaz de mani-
pular uma memo´ria interna e realizar diferentes tipos de processamento, tais como
operac¸o˜es criptogra´ficas. O software dos carto˜es e´ dividido em duas partes: on-card,
processado pelo carta˜o (ex.: cifrar ou decifrar um dado) e off-card, que atua somente
quando o carta˜o esta´ conectado ao leitor. A comunicac¸a˜o com o leitor pode ser por
contato ou sem contato.
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Etiquetas (Smart Labels)
Etiquetas sa˜o dispositivos que utilizam identificac¸a˜o por frequ¨eˆncia de ra´dio
(RFID), tipicamente de 125kHz, 13,56 MHz ou 800-900 MHz, para rotular unica-
mente um objeto. Sa˜o utilizadas para controle de estoque, identificac¸a˜o e localizac¸a˜o
de pacotes, liberac¸a˜o de produtos, identificac¸a˜o de pessoas.
Sa˜o constitu´ıdas por um microcircuito que conte´m uma antena de ra´dio frequ¨eˆn-
cia conectada. Sa˜o envolvidas por um pla´stico e sua espessura e´ bastante fina. Po-
dem ser ativas (com bateria) ou passivas (sem bateria). As passivas na˜o necessitam
de fornecimento de energia ele´trica; obteˆm a energia do campo de ra´dio frequ¨eˆncia
emitido pelo dispositivo de leitura.
Chaveiros (Smart Tokens)
Os chaveiros possuem a mesma forma de atuac¸a˜o dos carto˜es, contudo sa˜o encap-
sulados diferentemente para atender a aplicac¸o˜es espec´ıficas que exigem um modelo
mais adequado para transportar ou usar o dispositivo. Outra vantagem e´ a possi-
bilidade de utilizar materiais mais resistentes para proteger o equipamento, como
pla´stico ou metal.
Roupas e acesso´rios (Wearable Computing)
Wearable computing e´ a computac¸a˜o inserida no espac¸o pessoal do usua´rio, con-
trolada e sempre acess´ıvel ao usua´rio (MANN, 1998). Mais especificamente, sa˜o
dispositivos constantemente presentes com o usua´rio, seja em suas roupas (calc¸as,
jaquetas, sapatos) ou acesso´rios pessoais, como por exemplo, relo´gios, o´culos, brin-
cos, entre outros. A vantagem de usar dispositivos carregados no corpo e´ explorar
os princ´ıpios de computac¸a˜o ub´ıqua imediatamente, ao inve´s de esperar o desenvol-
vimento da infra-estrutura frequ¨entemente associada ao campo (STARNER, 2002).
Wearable computing tem o objetivo de fornecer ao usua´rio disponibilidade, isto
e´, fornecer acesso constante e imediato; fornecer o aumento da realidade, ou seja,
tornar a computac¸a˜o tarefa secunda´ria para auxiliar nas necessidades locais e f´ısicas
do usua´rio; criar uma sinergia entre o usua´rio e o dispositivo, isto e´, o usua´rio
executa a tarefa que melhor desempenha enquanto o computador executa a tarefa a
qual esta´ mais apto. Um exemplo sofisticado do uso de roupas e acesso´rios e´ como
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assistente digital pessoal (PDA) (STARNER et al., 1997).
As tecnologias nesse campo podem ser classificadas em duas categorias: Smart
Clothing, refere-se aos dispositivos que podem ser usados no corpo eWearable Appli-
cations, refere-se especificamente aos sistemas de navegac¸a˜o e interac¸a˜o embutidos
nesses dispositivos (BILLINGHURST, 2002).
Carros (Automotive Computing)
O termo automotive computing e´ atribu´ıdo a inserc¸a˜o de sistemas eletroˆnicos
e computacionais nos automo´veis. Sensores de va´rios tipos detectam os mais va-
riados paraˆmetros: pressa˜o, pneus, movimento, direc¸a˜o, posic¸a˜o e seguranc¸a dos
passageiros. Ha´ dispositivos para fornecer servic¸os sofisticados, tais como servic¸os
de localizac¸a˜o baseados em GPS, controle de equipamentos atrave´s de paine´is ou
voz, sistemas de entretenimento e comunicac¸a˜o, entre outros.
A inserc¸a˜o de tanta tecnologia introduziu novos conceitos relacionados a` com-
putac¸a˜o em automo´vel (MOTOROLA, 2004):
• Unidades de controle: sa˜o responsa´veis por controlar as func¸o˜es ele´tricas, es-
tabilidade e transmissa˜o dos sinais pelo barramento.
• Sistemas de navegac¸a˜o: permite ao motorista obter informac¸a˜o em tempo real
sobre condic¸o˜es do tra´fego, estradas e outras informac¸o˜es de interesse.
• Telema´tica: sa˜o dispositivos de comunicac¸a˜o sem fio projetados para au-
tomo´veis que fornecem aos motoristas informac¸o˜es personalizadas, servic¸os
de mensagem, entretenimento, informac¸o˜es sobre a viagem e servic¸os de segu-
ranc¸a.
• Auto barramento: permite em uma rede de ve´ıculos a troca de informac¸o˜es,
dados e controle de mensagens.
Objetos e eletrodome´sticos (Smart Appliances)
Sa˜o objetos e eletrodome´sticos que possuem, ale´m dos tradicionais processado-
res e sistemas, a capacidade de se comunicar com outras entidades no ambiente
e tomar deciso˜es autoˆnomas. Sa˜o exemplos geladeiras que informam ao usua´rio a
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falta de algum produto ba´sico, relo´gios conectados a Internet e que se adaptam
ao comportamento do usua´rio, acionamento automa´tico de objetos (ex.: laˆmpadas,
cafeteira).
Esses objetos e eletrodome´sticos sa˜o geralmente associados a casas inteligentes,
isto e´, casas que possuem um sistema inteligente responsa´vel por gerenciar os dispo-
sitivos ele´tricos na casa. Contudo, esses objetos podem estar presentes no dia-a-dia,
como por exemplo, no escrito´rio ou em ambientes pu´blicos.
Computadores porta´teis de menor porte
Sa˜o todos os dispositivos que possuem capacidade de computac¸a˜o e comunicac¸a˜o
e que podem ser transportados. Ale´m disso, possuem tamanho equivalente ao de
uma ma˜o humana e interfaces mais avanc¸adas e, utilizam baterias. Esta˜o inclusos
nesse grupo os handhelds (palm, pocketpc, entre outros), caˆmeras digitais, assis-
tentes digitais pessoais, equipamentos de entretenimento (MP3 player, mini video
games).
Estes dispositivos permitem maior interac¸a˜o entre o usua´rio e os ambientes de
computac¸a˜o ub´ıqua, pois ale´m de possu´ırem sistemas operacionais mais complexos,
possuem diversos tipos de comunicac¸a˜o sem fio, como por exemplo, infravermelho
e ra´dio. Devido a` mobilidade, os dispositivos esta˜o sempre ao alcance de diferentes
sensores e outros dispositivos espalhados no ambiente, o que lhes permite obter
muitas informac¸o˜es sobre o contexto local.
Computadores porta´teis
Sa˜o dispositivos que possuem capacidades computacionais (disco, memo´ria e
processador) e arquiteturas praticamente ideˆnticas aos microcomputadores, podem
ser transportados, utilizam bateria e possuem tamanho maior que os computadores
de ma˜o. Como exemplo, os notebooks e laptops.
Celulares
A comunicac¸a˜o mo´vel e´ o principal atrativo da telefonia celular. Com o avanc¸o
das tecnologias, os celulares tornaram-se verdadeiros computadores porta´teis. A
16
quantidade de opc¸o˜es oferecidas por celulares vai desde visores coloridos a sofistica-
dos sistemas para entretenimento com caˆmera, v´ıdeo e mu´sica. Os celulares acessam
a Internet, realizam computac¸a˜o e sa˜o porta´teis. Duas vantagems sa˜o seu sistema
pro´prio e global de comunicac¸a˜o, e os servic¸os de mensagens, que podem ser usados
para controle de objetos remotamente.
Estac¸o˜es fixas
Correspondem aos dispositivos de maior porte e que necessitam estar conectados
a algum tipo de fonte de alimentac¸a˜o constante. Enquadram-se nessa categoria os
computadores, servidores e clusters. Estes dispositivos atuam para dar o suporte
necessa´rio aos dispositivos menores e aos ambientes de computac¸a˜o ub´ıqua.
Estac¸o˜es de entretenimento
Sa˜o dispositivos de computac¸a˜o ub´ıqua de grande porte dedicados ao entreteni-
mento, tais como aparelho de som, aparelho de DVD, televisa˜o, video game, entre
outros. Todos esses equipamentos, ale´m de atender a func¸a˜o espec´ıfica a que se des-
tinam, esta˜o equipados com dispositivos que permitem conexa˜o em rede, controle
via voz, processamento de conteu´do digital e muito mais.
Devido a`s caracter´ısticas citadas, um novo mercado de aplicac¸o˜es esta´ surgindo
para atender o mercado de entretenimento. Entre as novidades esta˜o TV digital,
video e som em demanda, navegac¸a˜o avanc¸ada na Internet e controle de outros
equipamentos conectados.
Sensores e atuadores
Sensores sa˜o dispositivos que respondem a est´ımulos f´ısicos (calor, luz, som,
imagem, pressa˜o, magnetismo, movimento, entre outros) e transmitem um impulso
resultante. Sa˜o exemplos os sensores de pressa˜o, sensores de temperatura, sensores
de posic¸a˜o, sensores de luminosidade, alto-falantes, sensores de pH, sensores de ga´s,
caˆmeras.
Atuadores sa˜o dispositivos mecaˆnicos que executam ac¸o˜es sobre o mundo f´ısico.
Sa˜o exemplos de atuadores os motores, va´lvulas, chaves, acionadores ele´tricos (li-
gar/desligar, travar/destravar).
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Os sensores permitem aos dispositivos de computac¸a˜o ub´ıqua obter uma per-
cepc¸a˜o do mundo e os atuadores, modificar o mundo baseado nestas percepc¸o˜es. Os
sensores e atuadores se encontram fixos nos dispositivos e ambientes, ou seja, so´ se
movem se o dispositivo for mo´vel. Eles podem ser considerados, respectivamente,
como os sentidos e os membros para a imersa˜o dos computadores nos ambientes
f´ısicos.
Para promover essa imersa˜o, um conceito que vem se expandindo sa˜o as redes
de sensores, em especial, as redes de sensores sem fio (wireless sensor neworks). As
redes de sensores combinam processamento, percepc¸a˜o e comunicac¸a˜o embutidos em
dispositivos muito pequenos, os quais usam um protocolo de comunicac¸a˜o ponto-a-
ponto, onde os dados sa˜o roteados entre todos os no´s (HILL et al., 2004). Estas redes
permitem observar e interagir com o meio f´ısico em tempo real e podem ser usadas
para uma variedade de aplicac¸o˜es, tais como dinaˆmica de ecossistemas, protec¸a˜o
de propriedades, operac¸a˜o e gerenciamento de ma´quinas, seguranc¸a de per´ımetros
e construc¸o˜es, protec¸a˜o de pacotes e containers, monitoramento, sistemas de ob-
servac¸a˜o me´dica, entre outros (CULLER; HONG, 2004).
2.3.3 Softwares
No topo da estrutura para suportar ambientes de computac¸a˜o ub´ıqua se encon-
tram os softwares. Eles proveˆem os mecanismos para programac¸a˜o e funcionalidade
dos dispositivos nesses cena´rios. Podem ser classificados em sistemas operacionais,
ambientes e aplicac¸o˜es. Os sistemas operacionais fornecem a estrutura para acesso
ao hardware dos dispositivos; os ambientes sa˜o as camadas intermedia´rias que for-
necem estrutura para a programac¸a˜o; e as aplicac¸o˜es fornecem os servic¸os para o
usua´rio.
Infelizmente, construir software para atender aos requisitos dos ambientes de
computac¸a˜o ub´ıqua na˜o e´ uma tarefa fa´cil. Ha´ muitas restric¸o˜es que devem ser res-
peitadas, entre elas a capacidade computacional dos dispositivos, ambientes dinaˆmi-
cos, vivacidade, entre outros.
A capacidade computacional restrita exige que os sistemas, ambientes e aplica-
c¸o˜es sejam pequenos e otimizados, o que limita muito a complexidade das aplicac¸o˜es
e o uso de interfaces avanc¸adas. Ambientes dinaˆmicos implicam em interoperabi-
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lidade e adaptac¸a˜o a mudanc¸as, o que pode ser alcanc¸ado com o uso de camadas
intermedia´rias, como por exemplo, uma ma´quina virtual. A vivacidade implica que
o software deve estar sempre dispon´ıvel, ou seja, na˜o pode parar ou falhar.
Nigel Davies (2002) aponta em seu trabalho alguns outros desafios para o de-
senvolvimento de sistemas de computac¸a˜o ub´ıqua:
• Interac¸a˜o de componentes: componentes e plataformas devem ser projetados
para interagir com os diferentes componentes existentes em ambientes satura-
dos com dispositivos.
• Sensibilidade ao contexto e adaptac¸a˜o: os ambientes sa˜o altamente muta´veis,
logo as aplicac¸o˜es e os componentes devem ser projetados para pressentir e se
adaptar a essas mudanc¸as.
• Gerenciamento apropriado de mecanismos e pol´ıticas: como o nu´mero de com-
ponentes e´ alto e diferenciado, o gerenciamento torna-se problema´tico. Ha´ a
necessidade de estabelecer pol´ıticas e interfaces padro˜es para gerenciar essa
quantidade expressiva de componentes heterogeˆneos.
• Associac¸a˜o de componentes e ana´lises de tarefas: determinar as intenc¸o˜es do
usua´rio e implementar associac¸o˜es entre os componentes para ajuda´-lo a al-
canc¸ar seu objetivo.
• Modelos economicamente via´veis e infra-estrutura de suporte: usua´rios podem
ate´ pagar para viver em um mundo com computac¸a˜o ub´ıqua, mas poucos
estara˜o dispostos a pagar para ter acesso a determinados componentes ou
servic¸os.
• Interface com o usua´rio: como ha´ diversas aplicac¸o˜es simultaˆneas no ambiente,
definir e apresentar a interface ativa ao usua´rio e´ um problema, consequ¨ente-
mente ha´ a necessidade de integrac¸a˜o e negociac¸a˜o dessas interfaces.
• Soluc¸o˜es te´cnicas, legais e sociais para privacidade e seguranc¸a: as legislac¸o˜es
na˜o abordam questo˜es de privacidade no contexto da computac¸a˜o ub´ıqua, nem
o usua´rio e´ consciente da importaˆncia de suas informac¸o˜es. Logo, medidas
devem ser implementadas para enderec¸ar essa situac¸a˜o.
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Existem diversos projetos que tentam abordar essas questo˜es, os quais sa˜o discu-
tidos mais adiante. Um exemplo de ambiente distribu´ıdo que oferece servic¸os e meios
para o desenvolvimento de aplicac¸o˜es em computac¸a˜o ub´ıqua e´ o JINI (EDWARDS,
1999; SUN, 2003).
2.4 Meios de Comunicac¸a˜o
Os meios de comunicac¸a˜o sa˜o responsa´veis por estabelecer a conectividade entre
todas as entidades que compo˜em os ambientes de computac¸a˜o ub´ıqua. Basicamente,
sa˜o divididos em duas categorias: por cabo e sem fio (TANENBAUM, 2003; HANS-
MANN et al., 2003).
Neste to´pico sa˜o enfatizados os meios de comunicac¸a˜o sem fio, como a comu-
nicac¸a˜o por ra´dio, infravermelho, sate´lite, laser, campos ele´tricos e magne´ticos. Ale´m
desses tipos de comunicac¸a˜o e´ abordada a comunicac¸a˜o utilizando a rede ele´trica e
telefoˆnica.
2.4.1 Sate´lites
Sate´lites de comunicac¸a˜o sa˜o repetidores de sinais, ou seja, um sinal na forma de
microondas e´ enviado, amplificado e retornado pelo sate´lite. Podem ser usados para
transmitir qualquer tipo de informac¸a˜o, desde que possa ser configurada na forma
de ondas. A a´rea de cobertura do sate´lite e´ um dos seus principais atrativos, pois
podem ser utilizados para cobrir uma a´rea extensa espec´ıfica ou quase a superf´ıcie
terrestre inteira.
O sate´lite e´ um equipamento composto por uma se´rie de transponders que atuam
como repetidores de sinal. Eles recebem os sinais das estac¸o˜es terrestres em deter-
minadas frequ¨eˆncias, amplificam e enviam novamente atrave´s de difusa˜o em uma
frequ¨eˆncia diferente para na˜o causar interfereˆncia com a frequ¨eˆncia de entrada. De-
vido ao seu porte, ha´ um grande consumo de energia, o qual e´ garantido pelos paine´is
solares. A altitude define o per´ıodo e a a´rea de cobertura de um sate´lite. Ha´ treˆs
regio˜es onde eles podem ser posicionados considerando essas questo˜es e a seguranc¸a
devido a`s part´ıculas carregadas emitidas pelo campo magne´tico terrestre.
Os sate´lites conhecidos como geoestaciona´rios tem uma o´rbita de 24 horas e esta˜o
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posicionados a 35.800 km de altitude sobre o equador. Devido a essa caracter´ıstica
parecem estar imo´veis com relac¸a˜o a` superf´ıcie terrestre, o que facilita posicionar as
antenas das estac¸o˜es terrestres. Podem ser alocados 180 sate´lites nessa regia˜o, pois
ha´ a necessidade de espac¸amento mı´nimo entre eles para na˜o ocasionar interfereˆncias.
Os sate´lites de o´rbita me´dia esta˜o posicionados a altitudes que variam de 5.000 a
15.000 km, logo para uma cobertura global sa˜o necessa´rios no mı´nimo 10 sate´lites.
As antenas das estac¸o˜es terrestres devem acompanhar a sua o´rbita. Os sate´lites
de o´rbita baixa esta˜o posicionados pro´ximos a` superf´ıcie, logo sa˜o necessa´rios mui-
tos para uma cobertura global. A vantagem e´ o baixo custo para transmisso˜es e
velocidade de retorno, devido a sua proximidade das antenas.
Ha´ muitas aplicac¸o˜es em computac¸a˜o ub´ıqua onde o uso dos sate´lites e´ mais
adequado ou e´ a u´nica soluc¸a˜o para a realizac¸a˜o da comunicac¸a˜o. Por exemplo,
as aplicac¸o˜es que precisam sincronizar algum servic¸o fornecido para seus clientes
podem usar a vantagem da difusa˜o fornecida pelos sate´lites. Outra aplicac¸a˜o e´ a
transmissa˜o de informac¸o˜es espec´ıficas sem a dependeˆncia do sistema telefoˆnico. A
aplicac¸a˜o que mais se destaca e´ o GPS (Global Positioning System).
2.4.2 Ra´dio
A frequ¨eˆncia de ra´dio tem muitas vantagens entre os meios de comunicac¸a˜o sem
fio. Seus benef´ıcios sa˜o a facilidade de gerac¸a˜o dos sinais, o alcance da transmissa˜o,
o na˜o bloqueio do sinal por construc¸o˜es e a omnidirecionalidade, ou seja, as ondas
sa˜o propagadas em todas as direc¸o˜es. Ha´ tambe´m diversos problemas, como por
exemplo, a interfereˆncia, a reflexa˜o e a absorc¸a˜o dos sinais. Nas frequ¨eˆncias baixas
e me´dias, as ondas de ra´dio trafegam pro´ximas ao solo e atravessam objetos so´lidos,
pore´m a poteˆncia do sinal e a largura de banda sa˜o reduzidas. Nas frequ¨eˆncias
altas, as ondas de ra´dio pro´ximas ao solo sa˜o absorvidas, enquanto as mais altas sa˜o
refletidas pela ionosfera, permitindo um longo alcance.
Apesar dos problemas quanto ao uso da frequ¨eˆncia de ra´dio, elas sa˜o interessantes
para formar qualquer tipo de rede sem fio. Podem ser usadas para construir redes
pessoais (WPANs), redes locais (WLANs), redes metropolitanas (WMANs) e redes
globais (WWANs).
As WPANs sa˜o redes sem fio utilizadas para interconectar dispositivos que se
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encontram no espac¸o do usua´rio. Geralmente, uma WPAN usa tecnologias tais como
Bluetooth4 e IrDA5, as quais permitem comunicac¸o˜es em poucos metros, aproxima-
damente 10 metros de distaˆncia. O padra˜o IEEE 802.15, originalmente baseado
na arquitetura Bluetooth, define os padro˜es para conectar dispositivos nessas redes.
As bandas utilizadas sa˜o 2.4 GHz e inferiores, ou seja, bandas na˜o regulamenta-
das. Devido a`s restric¸o˜es dos dispositivos envolvidos para a formac¸a˜o dessas redes,
caracter´ısticas como baixo consumo de energia, tamanho reduzido e custos sa˜o con-
siderados por essa padronizac¸a˜o. Consequ¨entemente, essas redes sa˜o essenciais e
ideais para a comunicac¸a˜o em ambientes de computac¸a˜o ub´ıqua.
As WLANs sa˜o redes sem fio que possuem uma a´rea de cobertura limitada a
uma a´rea local ou a um espac¸o espec´ıfico. Nessas redes, os dispositivos podem
mover-se dentro e entre a´reas de cobertura sem que a conexa˜o seja interrompida. O
padra˜o IEEE 802.11 define os padro˜es para a formac¸a˜o dessas redes. Esse padra˜o
inclui dois tipos de redes locais sem fio: redes ad hoc e redes de infra-estrutura.
As redes ad hoc ou redes espontaˆneas sa˜o redes onde na˜o existe uma estrutura
fixa para estabelecer a comunicac¸a˜o entre as ma´quinas que a compo˜em, ou seja, as
pro´prias ma´quinas roteiam os pacotes (WU; STOJMENOVIC, 2004). As redes de
infra-estrutura sa˜o redes que conectam estac¸o˜es mo´veis aos pontos de acessos, os
quais possuem antenas para enviar e receber os sinais e uma conexa˜o Ethernet.
As WMANs sa˜o redes sem fio para oferecer acesso de banda larga para uma
a´rea geogra´fica extensa, sem os altos custos envolvidos na criac¸a˜o de uma infra-
estrutura com ligac¸o˜es por cabo, ale´m de permitir um acesso mais espontaˆneo e
onipresente (EKLUND et al., 2002). O padra˜o 802.16 especifica e define os padro˜es
para estas redes. Neste padra˜o, uma WMAN fornece acesso de rede para construc¸o˜es
atrave´s de antenas externas de comunicac¸a˜o com estac¸o˜es base centrais. Desse modo,
um usua´rio em tais construc¸o˜es acessa a WMAN atrave´s de sua rede local. Outra
abordagem e´ fornecer acesso seguro diretamente ao usua´rio, ou seja, o usua´rio atrave´s
de seu dispositivo acessa uma estac¸a˜o base. Para a evoluc¸a˜o da computac¸a˜o ub´ıqua
esse u´ltimo caso seria ideal, pois permite que a conexa˜o esteja sempre dispon´ıvel em
qualquer local e em todo momento.
As WWANs sa˜o redes sem fio que abrangem conexa˜o global. Sa˜o compostas por
uma infra-estrutura que envolve redes locais sem fio, redes metropolitanas sem fio,
4www.bluetooth.com
5www.irda.org
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sate´lites e conexo˜es por fibra o´tica. Exemplos dessas redes sa˜o sistemas militares e
o sistema de celular.
2.4.3 Infravermelho
O espectro infravermelho ou luz infravermelha e´ usado para comunicac¸o˜es em
curta distaˆncia. Seu comprimento de onda varia de 700 nm e 100 µm, contudo para
as comunicac¸o˜es a banda utilizada esta´ entre 780 nm e 950 nm. Por esse motivo,
comunicac¸o˜es infravermelhas referem-se a` propagac¸a˜o de ondas de luz na banda
pro´xima a infravermelha (KAHN; BARRY, 1997).
O espectro infravermelho e´ direcional e as ondas se propagam em forma de cone.
A comunicac¸a˜o entre dispositivos que usam o meio infravermelho pode ser realizada
de duas maneiras. Pode ser entre dois dispositivos porta´teis ou atrave´s de um ponto
de acesso ou estac¸a˜o base (CARRUTHERS, 2002).
Apesar do espectro infravermelho ser direcional, ha´ dois tipos de ligac¸a˜o: ponto-
a-ponto e difusa˜o. Na ligac¸a˜o ponto-a-ponto, o transmissor e o receptor devem
estar alinhados e nenhum corpo obstruindo o caminho. Na ligac¸a˜o por difusa˜o,
os transmissores e os receptores na˜o precisam estar alinhados, pois os transmissores
emitem um feixe extenso de luz e os receptores possuem um extenso campo de visa˜o.
Podem ainda ser empregadas estruturas para refletir as ondas para que a conexa˜o
esteja sempre dispon´ıvel.
As vantagens do uso de infravermelho sa˜o o seu baixo custo, largura de banda
na˜o regulamentada, na˜o interfereˆncia por sinais externos ao ambiente e a seguranc¸a,
visto que a luz na˜o atravessa objetos opacos. As desvantagens sa˜o a criac¸a˜o de
redes entre ambientes fechados distintos, necessitando instalar pontos de acesso, e
os ru´ıdos internos de determinados ambientes, como luz solar e fluorescente.
2.4.4 Laser
A comunicac¸a˜o por laser e´ similar a` infravermelha, contudo utiliza outro com-
primento de onda e alcanc¸a uma distaˆncia bem maior. Seus principais problemas
sa˜o a necessidade de alinhamento perfeito e a sensibilidade a interfereˆncias.
Um sistema de comunicac¸a˜o que usa este meio deve consistir de uma fonte
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para o laser, um modulador para adicionar a informac¸a˜o ao feixe gerado, um meio
de transmissa˜o, no caso sem fio, o espac¸o, um detector para captar e converter a
transmissa˜o para um sinal ele´trico e um demodulador para extrair a informac¸a˜o
deste sinal.
2.4.5 Campos Ele´tricos
A comunicac¸a˜o com campos ele´tricos utiliza o corpo humano como condutor
para a informac¸a˜o. Pequenos dispositivos colocados pro´ximos ou no pro´prio corpo
modulam um campo ele´trico e induzem pequenas correntes atrave´s do corpo (ZIM-
MERMAN, 1995, 1999). As conexo˜es sa˜o estabelecidas por toque ou por proximi-
dade, com um alcance aproximado de 2 metros.
Neste meio de comunicac¸a˜o ha´ diversos inconvenientes, pois os sinais podem ser
bloqueados pelo pro´prio corpo ou por objetos aterrados. O simples ato de tocar
no dispositivo pode bloquear o campo ele´trico e impedir que o dispositivo inicie ou
fac¸a parte em uma comunicac¸a˜o. Segundo Zimmerman (1999) um local ideal para
utilizar um dispositivo que utiliza esse meio de comunicac¸a˜o seria pro´ximo ao solo,
no teˆnis. Entretanto, ha´ ainda restric¸o˜es quanto a largura de banda, o que implica
na utilizac¸a˜o dessa comunicac¸a˜o para poucas atividades, tais como identificac¸a˜o e
aplicac¸o˜es onde o tamanho do conteu´do transmitido e´ desprez´ıvel.
2.4.6 Campos Magne´ticos
As comunicac¸o˜es utilizando campos magne´ticos, ao contra´rio do campo ele´trico,
na˜o sofrem a interfereˆncia do pro´prio corpo ou de outros corpos. Em tais sistemas,
a comunicac¸a˜o na˜o se baseia no fluxo da energia. Nesse caso, um campo magne´tico
modulado e´ gerado e permanece localizado ao redor do dispositivo gerador.
O principal inconveniente e´ o tamanho dos equipamentos para gerac¸a˜o do campo
magne´tico, os quais sa˜o incompat´ıveis com o tamanho dos dispositivos mo´veis. O
consumo de energia para transmissa˜o e´ baixo. Podem ser empregados para transferir
informac¸o˜es de tamanho muito pequeno.
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2.4.7 Rede Ele´trica
Redes de instalac¸a˜o ele´trica usam a estrutura existente da rede ele´trica como um
meio para transportar informac¸o˜es. Os sistemas existentes teˆm uma taxa de trans-
fereˆncia inferior a 14 Mbps, pois ha´ muito ru´ıdo e diversidade de materiais utilizados
para compor a linha (HANSMANN et al., 2003). Todavia, avanc¸os nas metodologias
de comunicac¸a˜o e modulac¸a˜o, processamento de sinais digitais adaptativos, detecc¸a˜o
e correc¸a˜o de erros teˆm proporcionado uma velocidade e desempenho semelhante a
redes cabeadas tradicionais.
A principal motivac¸a˜o para a utilizac¸a˜o da rede ele´trica sa˜o as home networks,
redes que permitem aparelhos eletroˆnicos e eletrodome´sticos em uma resideˆncia se
comunicar um com o outro, atrave´s de um controlador central, ou com entidades
externas. Fornecem suporte para controle e automac¸a˜o simples ou complexa, ale´m
de permitir a conexa˜o com um ponto externo, ligando a rede local a uma rede
externa.
A motivac¸a˜o para o uso do sistema ele´trico deriva do fato que ele proveˆ as
ligac¸o˜es, visto que todo aparelho eletroˆnico esta´ conectado a` rede ele´trica. Logo, na˜o
e´ necessa´rio instalar novos pontos de acesso, pois estes se encontram distribu´ıdos
pela casa. O custo para instalac¸a˜o e´ relativamente baixo comparado com outras
tecnologias utilizadas para a mesma finalidade.
O padra˜o HomePlug, uma alianc¸a composta pela indu´stria, especifica e imple-
menta os protocolos necessa´rios para a comunicac¸a˜o usando a rede ele´trica. Em sua
atual especificac¸a˜o, preveˆ taxas de aproximadamente 200 Kbps, ale´m de fornecer um
protocolo de QoS para aplicac¸o˜es de tempo real. Com essa taxa de transfereˆncia, e´
poss´ıvel transportar conteu´do multimı´dia de alta qualidade.
As bandas usadas para enviar os sinais sa˜o regulamentadas. Uma linha de
energia e´ projetada para transferir sinais de 50 ou 60 Hz, e na˜o para transmitir
sinais em alta frequ¨eˆncia necessa´rios para a comunicac¸a˜o. A largura de banda usada
pelo padra˜o HomePlug e´ de 25 MHz.
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2.4.8 Redes de Linhas Telefoˆnicas
Redes de linhas telefoˆnicas utilizam as linhas de telefone existentes para a
formac¸a˜o de uma rede local. Igualmente as redes ele´tricas, sa˜o interessantes para a
construc¸a˜o de home networks. Transmitem suas informac¸o˜es em altas frequ¨eˆncias,
entre 5,5 a 9,5 MHz, e podem atingir taxas de transmisso˜es de ate´ 32 Mbps.
O padra˜o HomePNA, uma alianc¸a composta pela indu´stria, regulamenta e es-
tabelece padro˜es e protocolos para a formac¸a˜o das redes de linhas telefoˆnicas. A
vantagem do uso dessas redes e´ a infra-estrutura existente, bastando apenas adqui-
rir os adaptadores e as placas. A desvantagem e´ o nu´mero limitado de tomadas
telefoˆnicas nas resideˆncias.
2.5 A´reas Relacionadas
Diversas a´reas contribuem para a composic¸a˜o e definic¸a˜o de computac¸a˜o ub´ıqua.
Sistemas distribu´ıdos e computac¸a˜o mo´vel sa˜o apresentados como as ra´ızes e os
alicerces. Com certeza, sa˜o duas a´reas fundamentais, pore´m ha´ outras a´reas que
participam e colaboram diretamente para a criac¸a˜o de ambientes de computac¸a˜o
ub´ıqua. Nesta sec¸a˜o, um esquema e uma breve discussa˜o sa˜o apresentados para
completar essa visa˜o restrita e exaltar a contribuic¸a˜o de outras importantes a´reas.
Sistemas distribu´ıdos contribuem com os esforc¸os para sistemas tolerantes a fa-
lhas, replicac¸a˜o para alta disponibilidade, suporte a comunicac¸a˜o remota, questo˜es
relacionadas a` seguranc¸a da informac¸a˜o, suporte para heterogeneidade, comparti-
lhamento da informac¸a˜o e o uso efetivo da tecnologia de agentes.
Computac¸a˜o mo´vel contribui com questo˜es de gerenciamento de redes mo´veis,
acesso a informac¸a˜o mo´vel, localizac¸a˜o e consumo de energia, protocolos para acesso
a informac¸a˜o mo´vel, infra-estrutura para comunicac¸a˜o mo´vel, dispositivos e tecno-
logias de telecomunicac¸a˜o.
Inteligeˆncia artificial fornece suporte para adaptac¸a˜o de sistemas baseados no
perfil do usua´rio, gerenciamento inteligente de energia e de ambientes impregnados
com dispositivos, planejamento para melhor executar uma tarefa, enfim, para todas
as questo˜es onde o sistema deve ter autonomia para tornar a computac¸a˜o o mais
transparente poss´ıvel ao usua´rio.
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Projeto e arquitetura de computadores fornecem dispositivos miniaturizados,
porta´teis, com eficientes sistemas de gerenciamento de energia e dissipac¸a˜o de calor,
alto poder de processamento e interoperacionais, para atender a necessidade dos
softwares que sa˜o executados sobre estes.
Sistemas multimı´dia colaboram com pesquisas em processamento de imagem e
a´udio. Processamento de imagens fornece meios para identificar e localizar entidades
em um ambiente. Processamento de a´udio permite que as pessoas interajam e
controlem os dispositivos atrave´s da voz, sem ter que se preocupar com interfaces e
controles complexos.
Interac¸a˜o homem-ma´quina e engenharia de interfaces fornecem meios para se
construir dispositivos de fa´cil utilizac¸a˜o, transparentes ao ambiente, com o obje-
tivo de minimizar os impactos sociais e comportamentais e, principalmente, tornar
amiga´vel a presenc¸a da tecnologia.
Sistemas operacionais fornecem as abstrac¸o˜es para que diferentes servic¸os pos-
sam interagir e possam ser executados sobre sua arquitetura. Em conjunto com o
hardware e´ responsa´vel por gerenciar eficientemente todos os recursos dos dispositi-
vos portados pelo usua´rio.
Na˜o apenas dessas a´reas a computac¸a˜o ub´ıqua e´ composta, mas a partir delas e´
poss´ıvel construir um esquema (figura 2.2) que represente a intersecc¸a˜o e ao mesmo
tempo o espac¸o existente para a concretizac¸a˜o e materializac¸a˜o de algumas das
premissas e desafios de computac¸a˜o ub´ıqua.
O modelo apresentado na figura 2.2 tem a forma de um quebra-cabec¸a com
algumas peculiaridades. Algumas faces na˜o sa˜o sequ¨enciais, ou seja, na˜o formam
uma figura uniforme. Os encaixes na˜o sa˜o complementares, ou seja, na˜o se encaixam
apesar de possu´ırem a mesma face. Essas caracter´ısticas teˆm por objetivo enfatizar
que a computac¸a˜o ub´ıqua tem caracter´ısticas de diversas a´reas, mas ainda falta
modelar alguns encaixes e projetar algumas faces para que seja constru´ıda uma
realidade que suporte esse paradigma.
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Figura 2.2: Quebra-cabec¸a da composic¸a˜o de computac¸a˜o ub´ıqua
2.6 Caracter´ısticas
Na sec¸a˜o anterior foi dissertado sobre as diversas a´reas que contribuem com
a computac¸a˜o ub´ıqua, sendo que muitas das caracter´ısticas das a´reas apresenta-
das esta˜o intrinsecamente presentes nas caracter´ısticas individuais de computac¸a˜o
ub´ıqua.
Nesta sec¸a˜o sa˜o discutidas as caracter´ısticas que se destacam em computac¸a˜o
ub´ıqua. As caracter´ısticas apresentadas sa˜o estudo de a´reas espec´ıficas, contudo sa˜o
elas que definem as principais caracter´ısticas dos ambientes de computac¸a˜o ub´ıqua
e tornam essa a´rea muito mais complexa do que a simples intersecc¸a˜o de conheci-
mentos desenvolvidos anteriormente em outras a´reas.
2.6.1 Invisibilidade
Utopicamente, e´ o total desaparecimento da percepc¸a˜o do usua´rio a tecnologia
utilizada. Na pra´tica, uma razoa´vel aproximac¸a˜o e´ a distrac¸a˜o mı´nima do usua´rio
com a tecnologia. A tecnologia na˜o pode falhar e principalmente, incomodar o
usua´rio na realizac¸a˜o de suas tarefas. Ela deve ser apresentada de maneira simples,
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de modo que o usua´rio trabalhe em n´ıvel subconsciente, como se estivesse fazendo
algo natural como escrever ou falar.
Invisibilidade na˜o e´ um termo empregado com frequ¨eˆncia em computac¸a˜o; na
maioria dos casos e´ utilizado o termo transpareˆncia, definido como o ocultamento da
complexidade de um sistema ao usua´rio e/ou programador. Tambe´m e´ empregado
em computac¸a˜o ub´ıqua com esse sentido, pois sistemas e ambientes de computac¸a˜o
ub´ıqua necessitam ser transparentes em diversos aspectos, especialmente aqueles
relacionados a` computac¸a˜o distribu´ıda. Entretanto, difere de invisibilidade, pois ao
manusear um sistema que se apresente transparente, o usua´rio sabe que esta´ usando
um sistema.
Em uma situac¸a˜o de invisibilidade, o usua´rio esta´ consciente do uso sistema,
mas durante sua realizac¸a˜o na˜o ha´ uma atenc¸a˜o direcionada para o sistema, ou
seja, a atenc¸a˜o esta´ toda direcionada para o trabalho. Por exemplo, comparando
um mu´sico amador, o qual tem que conscientemente pensar sobre todas as notas e
posic¸o˜es dos dedos, com um mu´sico profissional, o qual conhece a ferramenta ta˜o
bem e ta˜o inconscientemente, o mu´sico profissional realiza melhor sua tarefa, pois
dedica toda sua atenc¸a˜o a qualidade da mu´sica.
A invisibilidade pode ser atingida em ambientes de computac¸a˜o ub´ıqua se estes
atenderem todas as expectativas do usua´rio para a realizac¸a˜o de uma determinada
tarefa e na˜o apresentarem nenhum inconveniente, como por exemplo, executar de-
moradamente um processo simples ou executar parcialmente uma atividade exigindo
esforc¸o do usua´rio para conclu´ı-la.
2.6.2 Ambientes inteligentes
Ambientes inteligentes sa˜o ambientes saturados com dispositivos eletroˆnicos com
capacidade de computac¸a˜o que podem se comunicar entre si e com outros dispositivos
que se apresentem a eles. Um ambiente pode ser representado por uma sala fechada
ou por uma a´rea aberta com fronteiras bem definidas. Ambientes inteligentes de-
vem ser capazes de determinar a presenc¸a de outros dispositivos, autoconfigurar-se
para atender as demandas em um determinado instante, fornecer interfaces padro˜es
para comunicac¸a˜o, na˜o violar a privacidade dos usua´rios e se apresentar com uma
apareˆncia amiga´vel.
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Ha´ muitos exemplos de ambientes inteligentes. Alguns sa˜o mais simples, como
casas que permitem controle das condic¸o˜es do ambiente, tais como temperatura e
luzes, outros mais complexos, como ambientes que possuem uma infra-estrutura
para monitorar o usua´rio e executar tarefas mais sofisticadas, tais como controlar
dispositivos atrave´s da Internet.
Ale´m da classificac¸a˜o ba´sica, como ambientes abertos e fechados, os ambientes
podem ser classificados como pu´blicos e privados. Uma casa e´ um ambiente privado,
um shopping ou uma prac¸a e´ um ambiente pu´blico. Esta classificac¸a˜o implica em
restric¸o˜es que devem ser impostas para que a seguranc¸a e a privacidade na˜o sejam
violadas.
Um exemplo de um ambiente inteligente e´ a Intelligent Room6, um ambiente
interativo que observa e participa de eventos. Equipado com caˆmeras, microfones
e telas projetoras, os participantes podem interagir com o ambiente atrave´s da fala
e gestos. O ambiente em contrapartida e´ responsa´vel de fornecer o suporte para as
reunio˜es, tais como registrar discusso˜es, localizar e projetar informac¸o˜es.
2.6.3 Sensibilidade a` localizac¸a˜o
Localizac¸a˜o para sistemas ub´ıquos e´ de fundamental importaˆncia, pois permite
que os dispositivos gerenciem largura de banda, consumo de energia, qualidade de
comunicac¸a˜o e, principalmente, na˜o interfiram no funcionamento de outros disposi-
tivos.
Hightower e Borriello (2001) apresentam algumas propriedades e caracter´ısticas,
independentes de tecnologia, para classificar e avaliar os sistemas de localizac¸a˜o para
computac¸a˜o ub´ıqua:
• Posic¸a˜o f´ısica e simbo´lica: posic¸a˜o f´ısica indica atrave´s de um valor de precisa˜o
a localizac¸a˜o de uma entidade. Por exemplo, a “entidade x” esta´ localizada a
30 graus norte, a 100 metros de altitude. A posic¸a˜o simbo´lica indica atrave´s
de ide´ias abstratas a localizac¸a˜o de uma entidade. Por exemplo, a “entidade
x” encontra-se na cozinha.
• Localizac¸a˜o absoluta e relativa: localizac¸a˜o absoluta utiliza uma grade de re-
6http://aire.csail.mit.edu/
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fereˆncia compartilhada para todos os objetos localizados, ou seja, dois objetos
colocados em um ponto comum retornam leituras de posic¸a˜o equivalentes. Na
localizac¸a˜o relativa cada objeto tem sua pro´pria grade de refereˆncia, ou seja,
um objeto colocado em um ponto retorna leituras de posic¸a˜o relativas a algum
outro ponto.
• Computac¸a˜o localizada da posic¸a˜o: o objeto que esta´ sendo localizado e´ res-
ponsa´vel por computar sua pro´pria posic¸a˜o. Este modelo de sistema garante
a privacidade, pois o objeto e´ quem publica sua posic¸a˜o. Em determinadas
situac¸o˜es o objeto deve periodicamente informar por difusa˜o sua posic¸a˜o para
os dispositivos de localizac¸a˜o.
• Exatida˜o e precisa˜o: sistemas de localizac¸a˜o informam as posic¸o˜es baseados
em medidas e a frequ¨eˆncia que essa medida pode ser obtida. Por exemplo, um
sistema de localizac¸a˜o indica a presenc¸a de uma entidade com exatida˜o de 3
metros em 98% das medidas. Neste sistema, a exatida˜o e´ 3 metros e a precisa˜o
e´ obtida em 98% dos casos.
• Escala: permite estimar quantos dispositivos podem ser localizados em uma
determinada dimensa˜o de um ambiente por intervalo de tempo. Logo, a escala
define a quantidade ma´xima de objetos que podem ser localizados e o intervalo
de tempo para que na˜o haja congestionamento da largura de banda utilizada
no processo de localizac¸a˜o.
• Identificac¸a˜o: objetos localizados devem ter uma identificac¸a˜o para que o sis-
tema possa reconheceˆ-los ou classifica´-los. A identificac¸a˜o corresponde geral-
mente a nu´meros ou nomes u´nicos para distinguir os objetos.
• Custo: permite estimar atrave´s de algumas varia´veis o custo de um sistema de
localizac¸a˜o. Os custos de tempo esta˜o relacionados ao processo de instalac¸a˜o
e administrac¸a˜o. Os custos de espac¸o ao tamanho dos equipamentos e do am-
biente. Os custos capitais ao prec¸o por unidade dos elementos de localizac¸a˜o.
• Limitac¸o˜es: consiste em considerar as caracter´ısticas fundamentais da tec-
nologia que implementa o sistema de localizac¸a˜o para avaliar as limitac¸o˜es
funcionais, tais como restric¸o˜es de frequ¨eˆncia, espac¸o e tempo.
31
Ha´ diversos sistemas de localizac¸a˜o, entre os principais esta˜o o GPS (LEICK,
1995), Active Badges (WANT et al., 1992) e Active Bats (WARD; JONES; HOPPER,
1997). O GPS e´ um sistema de localizac¸a˜o global, constitu´ıdo por sate´lites esta-
ciona´rios, que por meio de medic¸o˜es e ca´lculos da combinac¸a˜o de no mı´nimo treˆs
sate´lites informa a posic¸a˜o de um corpo na superf´ıcie. Active Badges e´ um sistema
de localizac¸a˜o local que utiliza difusa˜o de infravermelho a cada 10 segundos para
atualizar um servidor central, responsa´vel por identificar o local onde foi emitido
o sinal. O Active Bats e´ uma modificac¸a˜o que trabalha com ondas de ra´dio, onde
uma solicitac¸a˜o e´ enviada pelo servidor e os clientes emitem um pulso ultra-soˆnico.
O pulso e´ captado por receptores e sincronizado com o servidor central responsa´vel
por calcular enta˜o a localizac¸a˜o.
2.6.4 Sensibilidade ao usua´rio
Ambientes e dispositivos ub´ıquos devem trabalhar em func¸a˜o das necessidades de
seus usua´rios, logo devem fornecer mecanismos para armazenar, recuperar e prever
poss´ıveis tarefas, comportamentos e ate´ mesmo o estado emocional das pessoas
envolvidas.
Sensibilidade ao usua´rio implica em uma mudanc¸a de comportamento dos sis-
temas para tornarem-se pro´-ativos, conduzindo a uma mudanc¸a da computac¸a˜o
centrada no homem para a computac¸a˜o supervisionada pelo homem. Com isso, a
interac¸a˜o manual entre ambos e´ diminu´ıda, os sistemas ganham em autonomia e
expandem a sua a´rea de atuac¸a˜o para cena´rios maiores e mais complexos.
Tennenhouse (2000) denomina esse campo como computac¸a˜o pro´-ativa. Ele des-
creve treˆs pontos para serem avaliados para atingir esse objetivo: sistemas pro´-ativos
devem, atrave´s de sensores e atuadores, monitorar o usua´rio e o ambiente para ex-
plora´-lo; computadores pro´-ativos devem responder a est´ımulos externos muito mais
ra´pido que um humano responderia; e a interac¸a˜o com os sistemas seria necessa´ria
somente para supervisa˜o, ou seja, remover a atenc¸a˜o humana da computac¸a˜o e di-
reciona´-la para o acompanhamento da tarefa desempenhada.
Um exemplo do uso efetivo dessa propriedade e´ em atividades rotineiras, onde
um usua´rio sempre executa um conjunto de tarefas bem definido. Um sistema pro´-
ativo pode se adiantar ao usua´rio e executar uma tarefa antes da emissa˜o de um
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comando expresso. Entretanto, essa pro´-atividade deve ser bem administrada para
na˜o causar efeito reverso, isto e´, distrair o usua´rio, como no caso citado, se a tarefa
pretendida fosse outra e na˜o a prevista pelo sistema.
2.6.5 Contextos de ambientes
Em um espac¸o podem existir diversos tipos de ambientes que podem ser classi-
ficados por sua sofisticac¸a˜o ou efetividade. A mudanc¸a entre estes ambientes pode
causar desconforto a um usua´rio. Logo, e´ necessa´rio que os dispositivos do usua´rio
possam minimizar esses impactos atrave´s da adaptac¸a˜o ao contexto.
Para que uma adaptac¸a˜o ocorra, e´ necessa´rio que os dispositivos tenham ou
possam obter conhecimento do local onde se encontram. Esse conhecimento refere-
se aos recursos f´ısicos, como objetos, dispositivos e redes, e aos recursos virtuais,
como largura de banda, disponibilidade de comunicac¸a˜o, memo´ria e processamento
de algum outro dispositivo, entre outros.
Computac¸a˜o ciente de contexto e´ responsa´vel por coletar e utilizar a informac¸a˜o
de contexto, ou seja, a informac¸a˜o que atua diretamente no comportamento dos
servic¸os computacionais (ABOWD et al., 2002). Pois, da mesma maneira que huma-
nos usam qualquer situac¸a˜o de contexto para adequadamente se comportar, espera-
se que os servic¸os virtuais possam reagir de maneira mais apropriada no ambiente
em que sa˜o invocados.
A coleta da informac¸a˜o de contexto depende de diversos fatores, os quais va˜o
desde questo˜es de privacidade, no caso de dados pessoais do usua´rio e sua loca-
lizac¸a˜o, a questo˜es de quais informac¸o˜es sa˜o relevantes para a definic¸a˜o do contexto.
Essas questo˜es podem ser expl´ıcitas, ou seja, percept´ıveis pelo usua´rio, ou impl´ıcitas,
aquelas que sa˜o observadas apenas pelo sistema.
Apesar da coleta ser dependente do ambiente, um fator mais problema´tico e´
como tomar a ac¸a˜o apropriada para o contexto obtido, pois tomar ac¸o˜es e´ algo com-
plexo e requer considera´vel inteligeˆncia. Erickson (2002) destaca que computadores
sa˜o eficientes para coletar e agrupar dados e humanos sa˜o eficientes para interpretar
o contexto e determinar o que e´ apropriado.
De qualquer forma, o objetivo dos sistemas conscientes de contexto em com-
putac¸a˜o ub´ıqua e´ prover mecanismos para que os dispositivos, principalmente com
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capacidades limitadas, estendam ou adequem seus recursos a`queles dispon´ıveis no
ambiente local (EBLING; HUNT; LEI, 2001).
2.6.6 Seguranc¸a e privacidade
Seguranc¸a refere-se a seguranc¸a de informac¸o˜es digitais, como tambe´m dos dis-
positivos f´ısicos, pois, em computac¸a˜o ub´ıqua, as aplicac¸o˜es esta˜o intrinsecamente
ligadas a infra-estrutura f´ısica do ambiente onde executam.
A privacidade pode ser violada pelos dispositivos e sensores, pois esta˜o dis-
tribu´ıdos no ambiente, recolhendo informac¸o˜es sobre localizac¸a˜o, dados pessoais,
frequ¨eˆncia de uso, entre outros, muitas vezes, sem o conhecimento do usua´rio que
fornece estes dados.
As caracter´ısticas que tornam os ambientes de computac¸a˜o ub´ıqua convenientes e
poderosos, tambe´m sa˜o responsa´veis por torna´-los vulnera´veis a uma se´ria de novos
ataques a seguranc¸a e a privacidade (CAMPBELL et al., 2002). Stajano (2002a)
destaca que quando o tamanho de um problema cresce centenas de vezes, na˜o ha´
garantias que as soluc¸o˜es antigas tornem-se escala´veis.
Uma tarefa simples como autenticac¸a˜o pode ser um grande problema em com-
putac¸a˜o ub´ıqua. Com computadores pessoais somente o dono do computador tem
o acesso, mas em computac¸a˜o ub´ıqua ha´ uma se´rie de dispositivos que sa˜o com-
partilhados por diversas pessoas. Isto conduz ao princ´ıpio do Big Stick (STAJANO,
2002b), ou seja, todos que teˆm acesso ao dispositivo teˆm permissa˜o para assumir seu
controle. Isso acontece com va´rios dispositivos ub´ıquos, como por exemplo, etiquetas
e carto˜es inteligentes, geladeiras, entre outros.
A privacidade em ambientes de computac¸a˜o ub´ıqua pode ser ameac¸ada por diver-
sas aplicac¸o˜es. Um exemplo cla´ssico e´ a privacidade de localizac¸a˜o, onde ambientes
ou dispositivos tem acesso a localizac¸a˜o de um indiv´ıduo. Outra questa˜o e´ quanto ao
conhecimento da identidade do usua´rio por aplicac¸o˜es, as quais coletam informac¸o˜es
para construir perfis, que podem ser usadas intrusivamente por organizac¸o˜es.
34
2.6.7 Impactos sociais, culturais e psicolo´gicos
A computac¸a˜o ub´ıqua na˜o esta´ se tornando embutida somente em ambientes
f´ısicos, mas na cultura, sociedade e histo´ria (SENGERS et al., 2004).
Os impactos sociais, culturais e psicolo´gicos sa˜o importantes para avaliac¸a˜o dos
dispositivos em computac¸a˜o ub´ıqua, contudo teˆm sido desconsiderados em mui-
tas pesquisas. Por estarem relacionados com as a´reas de psicologia e sociologia,
a maioria dos cientistas e engenheiros na˜o tem estrutura para lidar com essas
questo˜es. Consequ¨entemente, suas observac¸o˜es e avaliac¸o˜es na˜o contemplam to-
talmente questo˜es referentes a` aceitac¸a˜o, influeˆncia na sociedade, mudanc¸a no com-
portamento das pessoas, esforc¸o de pesquisa versus aplicac¸a˜o, dentre outros.
Apesar de todas novas tecnologias introduzirem essas questo˜es, em computac¸a˜o
ub´ıqua elas devem receber muito mais atenc¸a˜o. Isto se deve ao fato de que a tecno-
logia esta´ muito mais presente na vida dia´ria das pessoas do que em outras a´reas.
Essa presenc¸a obriga, de certa maneira, o usua´rio a interagir com frequ¨eˆncia com
dispositivos, o que inevitavelmente influencia no seu cotidiano.
Dryer, Eisbach e Ark (1999) apresentam um modelo teo´rico para avaliar os im-
pactos sociais introduzidos em computac¸a˜o ub´ıqua. No modelo sa˜o apresentados
quatro grupos de relacionamento: projeto do sistema, atribuic¸a˜o social, comporta-
mento humano e consequ¨eˆncias da interac¸a˜o. Apo´s a aplicac¸a˜o do modelo, Dryer
conclui que dispositivos ub´ıquos podem inibir em vez de facilitar a interac¸a˜o so-
cial, e ainda acrescentou que dispositivos ub´ıquos podem afetar os mecanismos que
determinam quando relac¸o˜es sa˜o satisfato´rias e produtivas.
Ha´ muitas pesquisas sendo desenvolvidas sobre essas caracter´ısticas. O exemplo
citado apenas ressalta a relevaˆncia em considerar essa propriedade nos ambientes de
computac¸a˜o ub´ıqua.
2.7 Desafios e Soluc¸o˜es
Computac¸a˜o ub´ıqua necessita de novas pesquisas e soluc¸o˜es para preencher os
requisitos de suas caracter´ısticas. Nesta sec¸a˜o, sa˜o apresentados os principais pro-
blemas e poss´ıveis investigac¸o˜es que podem solucionar ou contribuir para a imple-
mentac¸a˜o inicial de ambientes que suportem as exigeˆncias de computac¸a˜o ub´ıqua.
35
Os desafios discutidos a seguir foram apresentados por Satyanarayanan (2001).
2.7.1 Intenc¸o˜es do usua´rio
Com o objetivo de alcanc¸ar a pro´-atividade, ou seja, a capacidade de prever as
ac¸o˜es do usua´rio, deve-se armazenar informac¸o˜es pessoais e seus comportamentos.
As questo˜es va˜o desde o que e como deve ser armazenado ate´ questo˜es mais cruciais
de viabilidade deste procedimento.
Para ilustrar essa situac¸a˜o, suponha que um usua´rio esta´ realizando uma co-
municac¸a˜o de durac¸a˜o prolongada com seu dispositivo e recebe a solicitac¸a˜o para
iniciar uma comunicac¸a˜o de prioridade maior. O sistema pode optar por encerrar a
primeira conexa˜o, compartilhar a banda para as duas comunicac¸o˜es ou ainda pedir
para o usua´rio tomar a decisa˜o. De qualquer forma, se a tarefa executada na˜o for a
que o usua´rio desejava, o sistema tera´ violado a propriedade de invisibilidade.
Esse e´ um dos grandes problemas do sistema em tentar ser pro´-ativo, isto e´,
realizar ac¸o˜es que va˜o ao desencontro a`s expectativas do usua´rio. Isso na˜o e´ raro de
acontecer, pois por diversas limitac¸o˜es e´ dif´ıcil um sistema tomar deciso˜es que envol-
vam um grande nu´mero de varia´veis, principalmente se as varia´veis forem abstratas
e na˜o puderem ser quantificadas pelo sistema.
2.7.2 Empre´stimo computacional
Devido a` limitac¸a˜o da capacidade dos dispositivos e comunicac¸a˜o mo´vel, a ide´ia
e´ dinamicamente ampliar os recursos computacionais de um computador mo´vel sem
fio, explorando a infra-estrutura de hardware com fio. Este sistema pode ate´ ser com-
parado com as redes espontaˆneas, onde computadores aderem momentaneamente e
depois deixam a rede da mesma forma.
No caso citado, ha´ representantes, os quais seriam responsa´veis, temporaria-
mente, por suportar conexo˜es desses dispositivos mo´veis, executar processamento
ou fornecer comunicac¸a˜o e, ao final da conexa˜o, limpar os vest´ıgios do usua´rio. O
processo se daria da seguinte maneira: um usua´rio mo´vel entra na a´rea de cobertura
de um representante, negocia seu uso e utiliza os recursos para realizar suas tarefas.
Acredita-se que futuramente sera´ comum lugares pu´blicos fornecerem recursos para
este tipo de servic¸o.
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Questo˜es importantes devem ser consideradas para tornar esse processo efetivo,
entre elas esta˜o a escolha da tecnologia utilizada para descoberta (JINI, UPnP),
como estabelecer uma relac¸a˜o de confianc¸a com os representantes, como balancear
a carga, como fornecer suporte ao usua´rio que sai de uma a´rea de cobertura, dentre
outras.
2.7.3 Estrate´gias de adaptac¸a˜o
Devem ser empregadas quando ha´ uma significante variac¸a˜o entre o fornecimento
e a demanda dos recursos. Ha´ diversas estrate´gias para tratar o problema, tais
como: adaptac¸a˜o pelo cliente (dispositivo) a`s condic¸o˜es do ambiente, adaptac¸a˜o
pelo ambiente (balanceamento para atender a demanda), intervenc¸a˜o do usua´rio
com ou sem sugesta˜o de seu dispositivo.
No primeiro caso, o cliente reduz a utilizac¸a˜o do recurso escasso, o que ocasiona
perda de fidelidade da aplicac¸a˜o. No segundo caso, o cliente solicita ao ambiente
para garantir o n´ıvel aceita´vel para a utilizac¸a˜o do recurso. No terceiro caso, o
cliente sugere ao usua´rio uma ac¸a˜o corretiva para solucionar ou melhorar o uso do
recurso.
Entre as questo˜es que devem ser consideradas para o uso de adaptac¸a˜o, tem-se a
escolha da estrate´gia sob uma determinada situac¸a˜o, o impacto da estrate´gia sobre o
usua´rio, definir quais os recursos devem ser gerenciados para melhorar o desempenho
sem comprometer outra aplicac¸a˜o, como evitar que as adaptac¸o˜es sejam intrusivas.
2.7.4 Gerenciamento de energia
O gerenciamento de energia na˜o se deve destinar somente aos componentes
eletroˆnicos, os softwares devem estar equipados para tratar deste problema em alto
n´ıvel. Dependendo da tarefa iniciada, um sistema na˜o podera´ manteˆ-la satisfato´ria
justamente por falta de energia, ou ainda, acabara´ por consumir toda a energia
deixando outras tarefas pendentes.
Esse e´ um dos grandes problemas para viabilidade efetiva das viso˜es em com-
putac¸a˜o ub´ıqua. Na˜o existe ainda uma fonte de energia, capaz de alimentar um
sistema mo´vel e atender as demandas dos dispositivos existentes. As soluc¸o˜es sa˜o
utilizar gerenciamento em alto-n´ıvel para tentar economizar o ma´ximo poss´ıvel deste
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recurso indispensa´vel para o funcionamento de qualquer dispositivo.
As questo˜es de interesse nesse to´pico sa˜o como construir dispositivos, softwares e
protocolos de comunicac¸a˜o que desperdicem pouca energia. Isto vai ao desencontro
do que se e´ pretendido na maioria das outras caracter´ısticas, as quais exigem dos
dispositivos constante interac¸a˜o com o ambiente e, consequ¨entemente, uso constante
de energia.
2.7.5 Densidade do cliente
Densidade refere-se ao poder computacional que um dispositivo ub´ıquo deve
possuir, ou seja, a capacidade de processamento, de disco, energia, memo´ria, dentre
outros. Estas questo˜es determinam as restric¸o˜es de hardware para um cliente. Logo,
o cliente pode ser denso ou leve. Clientes densos tendem a ser maiores, pesados,
requerem uma bateria maior e dissipam mais calor. Portanto para usua´rios mo´veis
isto na˜o e´ muito aceita´vel.
Para uma dada aplicac¸a˜o, a densidade mı´nima aceita´vel do cliente e´ determinada
pelo pior caso das condic¸o˜es ambientais sobre os quais a aplicac¸a˜o deve executar
satisfatoriamente. Um cliente leve e´ adequado somente se ele pode contar sempre
com uma largura de banda larga e baterias recarrega´veis ou substitu´ıveis facilmente,
caso contra´rio, o cliente tera´ que ser o suficientemente denso para compensar algum
destes problemas. Com um cliente de densidade moderada, pode-se executar com
eficieˆncia tarefas simples localmente, enquanto tarefas mais complexas, que exigem
maiores recursos, pode-se usar uma estrutura remota.
2.7.6 Conscieˆncia de contexto
O contexto do usua´rio e ambiente pode ser bastante rico, consistindo de atributos
tais como localizac¸a˜o f´ısica, estado psicolo´gico, estado emocional, histo´ria pessoal,
padro˜es comportamentais dia´rios, e assim por diante. Um sistema tem conscieˆncia
de contexto se ele usa informac¸o˜es de contexto para fornecer informac¸o˜es relevantes
ou servic¸os para o usua´rio.
Conscieˆncia de contexto e´ uma das caracter´ısticas de computac¸a˜o ub´ıqua, mas
tambe´m e´ considerado um grande desafio para os pesquisadores. O desafio principal
e´ obter a informac¸a˜o necessa´ria para que uma ac¸a˜o possa ser tomada. Em alguns
38
casos, a informac¸a˜o pode ser parte do espac¸o de computac¸a˜o pessoal do usua´rio, em
outros, depende de informac¸o˜es dinaˆmicas que so´ fazem sentido em tempo real.
Outras questo˜es que norteiam a pesquisa em conscieˆncia de contexto sa˜o como
obter, armazenar, consultar e descartar as informac¸o˜es de contexto e como balancear
o contexto e a usabilidade em um dispositivo com capacidades limitadas.
2.7.7 Privacidade e confianc¸a
Consiste em estabelecer a confianc¸a entre o sistema e o usua´rio, ou seja, for-
necer um sistema minimamente intrusivo que preserve a invisibilidade. Baseado
nesta ide´ia, na˜o e´ aceita´vel que os usua´rios sejam interrompidos frequ¨entemente
com opc¸o˜es e alertas para configurar, aceitar ou rejeitar algum tipo de comunicac¸a˜o
do ambiente que seja intrusiva.
Os sistemas ub´ıquos esta˜o sempre monitorando o usua´rio, trocando informac¸o˜es
com outros dispositivos e isso, dependendo do n´ıvel, pode ser visto como invasa˜o de
privacidade. Os problemas sa˜o como garantir e provar que um ambiente na˜o esta´
monitorando os usua´rios em todos os lugares e obtendo informac¸o˜es que na˜o lhe
foram autorizadas.
2.8 Aplicac¸o˜es e Servic¸os
Aplicac¸o˜es e servic¸os sa˜o responsa´veis por fornecerem ao usua´rio final todas as
vantagens dos ambientes de computac¸a˜o ub´ıqua. Na˜o ha´ raza˜o para tanta pesquisa
se ela na˜o produz benef´ıcios. Esses benef´ıcios so´ sa˜o percept´ıveis quando sa˜o mate-
rializados em servic¸os que podem ser utilizados para facilitar e solucionar problemas
dia´rios.
Uma variedade de aplicac¸o˜es e servic¸os desenvolvidos e´ dirigida para o suporte e
o uso de ambientes inteligentes. Entre todos os ambientes, o mais acess´ıvel e pro´ximo
aos usua´rios em geral sa˜o as casas automatizadas. Nessas casas ha´ diferentes tipos
de servic¸os, tais como servic¸os de controle dos equipamentos, como luz, aquecimento,
refrigerac¸a˜o e eletrodome´sticos; servic¸os de entretenimento, como televisa˜o digital e
jogos; servic¸os de seguranc¸a, como monitoramento via Internet; servic¸os de energia,
como o fornecimento e gerenciamento de eletricidade; entre outros.
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Os servic¸os de informac¸a˜o sa˜o responsa´veis por disponibilizar aos usua´rios con-
teu´do para auxilia´-lo em tomadas de deciso˜es, sejam em nego´cios ou simplesmente
em alguma atividade mais simples, como por exemplo, dirigir. Sa˜o exemplos os
servic¸os de troca de informac¸o˜es, executados independente da posic¸a˜o do usua´rio;
os servic¸os para ve´ıculos, como informac¸a˜o sobre tra´fego, localizac¸a˜o, distaˆncia de
outros ve´ıculos e protec¸a˜o contra acidentes; servic¸os de localizac¸a˜o e consulta, como
verificar onde encontrar um determinado produto; entre outros.
As organizac¸o˜es comerciais podem usufruir da estrutura dos ambientes ub´ıquos
para acessar seus clientes de uma maneira mais personalizada e com maior impacto.
Entre os servic¸os que podem ser disponibilizados esta˜o os servic¸os de difusa˜o de
propagandas, ou seja, o envio de mensagens com promoc¸o˜es ou com produtos de
interesse do usua´rio ao se aproximar de uma loja; servic¸os de atendimento, ou seja,
ao entrar em um estabelecimento sa˜o objetidas informac¸o˜es sobre o usua´rio para
melhor atendeˆ-lo; servic¸os de pagamento, como contabilizar compras por etiquetas
inteligentes e pagamento atrave´s de dinheiro digital; entre outros.
Devido a` variedade de aplicac¸o˜es torna-se invia´vel enumera´-las, pois ha´ aplica-
c¸o˜es espec´ıficas para cada a´rea, como por exemplo, servic¸os para atendimento remoto
de pacientes, servic¸os para auxiliar em construc¸o˜es, servic¸os para educac¸a˜o, enfim,
uma infinidade de opc¸o˜es.
2.9 Projetos
Ha´ grandes equipes e projetos envolvidos com as questo˜es de pesquisa em com-
putac¸a˜o ub´ıqua e muitos deles ja´ teˆm obtido avanc¸o em direc¸a˜o a`s caracter´ısticas e
aos problemas discutidos. A seguir, sa˜o apresentados treˆs projetos importantes, os
quais desenvolvem tecnologias, soluc¸o˜es e proto´tipos para ambientes de computac¸a˜o
ub´ıqua.
2.9.1 Projeto Aura
O projeto Aura (GARLAN et al., 2002; SOUZA; GARLAN, 2002, 2003) e´ desen-
volvido em Carnegie Mellon University e abrange uma se´rie de outras pesquisas.
Todos os esforc¸os sa˜o direcionados para obter um sistema onde o recurso mais im-
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portante na˜o seja mais o processador, a memo´ria ou o disco, mas a atenc¸a˜o humana.
O objetivo do projeto Aura e´ criar um ambiente adapta´vel ao contexto e a`s neces-
sidades do usua´rio de modo que os recursos computacionais se tornem invis´ıveis,
causando o mı´nimo poss´ıvel de distrac¸a˜o.
Aura e´ um ambiente para computac¸a˜o ub´ıqua que engloba comunicac¸a˜o mo´vel,
computadores porta´teis, computadores embutidos em roupas e espac¸os inteligentes.
As pesquisas desenvolvidas abrangem desde o desenvolvimento em n´ıvel de hardware
e sistema operacional ate´ aplicac¸o˜es e seus usua´rios. Aura atua como um represen-
tante (proxy) para o usua´rio mo´vel. Aura, ao perceber que um usua´rio entra em um
novo ambiente, gerencia os recursos para atender e suportar as tarefas do usua´rio.
A arquitetura de Aura apresenta um framework com treˆs caracter´ısticas funda-
mentais: as tarefas do usua´rio tornam-se entidades de primeira classe e sa˜o repre-
sentadas expl´ıcita e independentes de um ambiente espec´ıfico; as tarefas do usua´rio
sa˜o representadas como servic¸os unificados; os ambientes sa˜o equipados para auto-
monitorar e renegociar suporte das tarefas na presenc¸a de variac¸o˜es de capacidades
e recursos.
Atrave´s de sua infra-estrutura, Aura explora o conhecimento sobre a tarefa do
usua´rio para configurar automaticamente o ambiente ub´ıquo, utilizando uma arqui-
tetura em treˆs camadas (figura 2.3). A camada de gerenciamento de tarefa (task
management) monitora as tarefas, o contexto e as intenc¸o˜es do usua´rio, mapeia para
servic¸os no ambiente e executa tarefas complexas como planejamento, decomposic¸a˜o
e dependeˆncia de contexto. A camada de gerenciamento do ambiente (environment
management) monitora os recursos e as capacidades do ambiente, mapeia as neces-
sidades dos servic¸os e otimiza a utilidade do ambiente conforme a tarefa do usua´rio.
Por fim, a camada de ambiente (environment) suporta a execuc¸a˜o da tarefa do
usua´rio.
A figura 2.3 ilustra as camadas e os quatro principais componentes da arqui-
tetura: o Task Manager, conhecido como Prisma, atua como o representante, co-
ordenando a reconfigurac¸a˜o do ambiente; o Context Observer fornece informac¸o˜es
sobre o contexto e reporta eventos para o Prisma; o Environment Manager prepara
os servic¸os requeridos pelas tarefas do usua´rio; e o Supplier fornece os servic¸os para
as tarefas (editores, reprodutores de mı´dia ou a´udio, etc.).
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Figura 2.3: Arquitetura de Aura (SOUZA; GARLAN, 2003)
2.9.2 Projeto one.world
O projeto one.world (GRIMM et al., 2004), desenvolvido em University of Wash-
ington, fornece um framework para construir aplicac¸o˜es para ambientes altamente
dinaˆmicos, permitindo que estas se adaptem a`s mudanc¸as que podem ocorrer. A
arquitetura e´ baseada em um modelo de aplicac¸a˜o simples para facilitar o compar-
tilhamento de dados e em um conjunto de servic¸os para atuar em redes dinaˆmicas.
Sa˜o considerados treˆs requisitos ba´sicos para suportar as aplicac¸o˜es ub´ıquas.
Primeiro, mudanc¸a de contexto, as aplicac¸o˜es devem estar cientes da mudanc¸a de
contexto e se adaptar automaticamente a um novo ambiente. Segundo, composic¸a˜o
ad hoc, o sistema deve compor aplicac¸o˜es, servic¸os e dispositivos dinamicamente,
pois o usua´rio espera que seus dispositivos e aplicac¸o˜es trabalhem em conjunto,
ou seja, estejam dispon´ıveis em qualquer ambiente que se encontrem. Terceiro,
reconhecimento de compartilhamento como padra˜o, o acesso a informac¸a˜o deve estar
acess´ıvel em qualquer lugar e momento, pois em um mundo ub´ıquo a troca de
informac¸o˜es deve ser natural.
Para atender esses requisitos, a arquitetura foi estruturada seguindo quatro
princ´ıpios ba´sicos: servic¸os base, responsa´veis por tratar dos treˆs requisitos funda-
mentais; servic¸os de sistema, derivados dos servic¸os base para construir aplicac¸o˜es;
divisa˜o do kernel e espac¸o do usua´rio, onde os servic¸os base e de sistema sa˜o trata-
dos pelo kernel enquanto bibliotecas, utilidades do sistema e aplicac¸o˜es executam no
espac¸o do usua´rio; liberdade para o desenvolvimento e implementac¸a˜o das aplicac¸o˜es.
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Figura 2.4: Arquitetura de one.world (GRIMM et al., 2004)
Os servic¸os base consideram os requisitos ba´sicos de mudanc¸a, composic¸a˜o e
compartilhamento. A ma´quina virtual fornece um ambiente comum para a execuc¸a˜o
independente de dispositivo e plataforma. Tuplas definem um modelo de dado
comum para compartilhamento. Todas comunicac¸o˜es sa˜o tratadas como eventos
ass´ıncronos, logo as aplicac¸o˜es sa˜o notificadas de mudanc¸as e podem se adaptar.
Os ambientes sa˜o responsa´veis por estruturar e compor as aplicac¸o˜es. Eles tambe´m
sa˜o conteiners para tuplas, componentes e outros ambientes. Toda aplicac¸a˜o e´ cons-
titu´ıda por no mı´nimo um ambiente, responsa´vel por isolar uma aplicac¸a˜o de outra.
Os servic¸os de sistema fornecem um conjunto de servic¸os para a construc¸a˜o de
aplicac¸o˜es. Os servic¸os dispon´ıveis sa˜o busca de tuplas (query engine), manipulac¸a˜o
de dados nas tuplas (structured I/O), comunicac¸a˜o remota (remove events), loca-
lizac¸a˜o de servic¸os (discovery), recuperac¸a˜o de falhas (checkpointing) e migrac¸a˜o ou
co´pia de ambientes entre dispositivos (migration).
No n´ıvel do usua´rio, a arquitetura fornece bibliotecas para implementar as
aplicac¸o˜es ub´ıquas. Na arquitetura one.world, cada dispositivo e´ executado em
uma simples instaˆncia. Cada no´ e´ independente e pode ser administrado separada-
mente. Todas aplicac¸o˜es executadas em um no´ compartilham a mesma instaˆncia da
arquitetura.
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Em resumo, uma aplicac¸a˜o em one.world consiste de um ambiente e seu co´digo
e´ executado em resposta a eventos ass´ıncronos gerados pelo sistema, aplicac¸o˜es ou
dispositivos. Os dados sa˜o armazenados em tuplas em um reposito´rio associativo.
O estado da aplicac¸a˜o pode ser armazenado e recuperado. A aplicac¸a˜o pode migrar
para diferentes dispositivos. Todos os dispositivos do ambiente devem executar a
plataforma one.world.
2.9.3 Projeto Oxygen
O projeto Oxygen (MIT, 2004) e´ desenvolvido no Laborato´rio de Inteligeˆncia
Artificial do Massachusetts Institute Technology - MIT e conta com a parceria da
DARPA e de grandes empresas como a Acer, Delta Electronics, Hewlett-Packard,
Nippon Telegraph and Telephone, Nokia Research Center e Philips Research.
A filosofia do projeto e´ a construc¸a˜o de um sistema que permita que a com-
putac¸a˜o e a comunicac¸a˜o sejam onipresentes e livres como o ar, ocupando seu espac¸o
naturalmente na vida das pessoas. O projeto e´ baseado na computac¸a˜o centrada
no homem, portanto o sistema deve estar presente em todos os lugares, procurando
antecipar necessidades e contribuindo para realizar mais tarefas com tempo e esforc¸o
menores.
O projeto conta com a participac¸a˜o de muitos pesquisadores e e´ composto por
cerca de 400 sub-projetos. Consequ¨entemente, diversas tecnologias esta˜o sendo de-
senvolvidas, as quais abrangem dispositivos, redes, softwares, percepc¸a˜o, acesso ao
conhecimento, automac¸a˜o e colaborac¸a˜o.
Os dispositivos desenvolvidos sa˜o mo´veis ou estaciona´rios, pore´m sa˜o sempre
anoˆnimos e na˜o armazenam configurac¸o˜es de um determinado usua´rio. Determina-
dos dispositivos sa˜o embutidos e utilizados para criar espac¸os inteligentes, fornecem
computac¸a˜o e interface para outros dispositivos. As interac¸o˜es com o usua´rio ocor-
rem atrave´s da fala ou visa˜o. Outros dispositivos sa˜o para computac¸a˜o mo´vel, acei-
tam entrada visual ou atrave´s da voz, suportam diversos protocolos de comunicac¸a˜o
e possuem uma variedade de func¸o˜es. Teˆm a capacidade de se autoconfigurar em
um ambiente e possuem sistemas para gerenciar o consumo de energia. Como exem-
plos dos projetos desenvolvidos, tem-se a sala inteligente, um ambiente interativo,
e o Cricket, um sistema que fornece informac¸o˜es sobre localizac¸a˜o em ambientes
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fechados.
As redes permitem a formac¸a˜o de regio˜es de colaborac¸a˜o entre dispositivos
mo´veis e estaciona´rios, suportam uma variedade de protocolos de comunicac¸a˜o e
fornecem mecanismos para descoberta de recursos e localizac¸a˜o, garantem segu-
ranc¸a ao acesso de informac¸o˜es e se adaptam a mudanc¸as das condic¸o˜es, tais como
congestionamento, erros, lateˆncia, entre outros. Entre as tecnologias desenvolvidas
tem-se o Grid, um protocolo de roteamento para redes mo´veis; Span, um protocolo
para gerenciamento eficiente de energia; Chord, um protocolo de pesquisa para redes
P2P, entre outros.
Os softwares sa˜o projetados para se adaptarem ao usua´rio, ao ambiente, a mu-
danc¸as e falhas com mı´nima intervenc¸a˜o humana. Entre os projetos desenvolvidos
tem-se o Pebbles, componentes de software independentes de plataforma; CORE um
ambiente de roteamento orientado a comunicac¸a˜o para computac¸a˜o ub´ıqua, entre
outros.
Em percepc¸a˜o sa˜o abordadas as tecnologias que exploram o uso da fala e visa˜o.
Sa˜o desenvolvidos projetos para reconhecimento de voz, objetos, compreensa˜o de
linguagem, entre outros. Sa˜o exemplos o Galaxy, uma arquitetura para integrar
tecnologias de reconhecimento de voz, e o sistema de rastreamento de pessoas, um
sistema que usa uma rede de caˆmeras para rastrear, estimar trajeto´rias e outras
caracter´ısticas de pessoas em um ambiente restrito.
Nas tecnologias do usua´rio sa˜o desenvolvidos projetos para o acesso ao conhe-
cimento, automac¸a˜o e colaborac¸a˜o. Sa˜o diversos projetos sendo desenvolvidos para
atender as necessidades espec´ıficas do usua´rio, como exemplo, o Haystack, uma pla-
taforma para criar, organizar e visualizar informac¸a˜o.
45
3 Modelagem e Simulac¸a˜o
Desde os tempos antigos, os pesquisadores e o pro´prio homem buscam eloqu¨en-
temente explicar o funcionamento dos diversos sistemas que os cercam. Entretanto,
alcanc¸ar tal objetivo, muitas vezes, e´ uma a´rdua jornada por caminhos desconheci-
dos, pois os sistemas sa˜o, em sua maioria, ta˜o complexos, que para desvendar seus
segredos sa˜o necessa´rias diversas gerac¸o˜es ou uma expressiva colaborac¸a˜o entre os
interessados no assunto.
Estes sistemas, criados por homens ou pela natureza, sa˜o regidos por leis e
varia´veis. Mas, ha´ sistemas onde a complexidade de expressa˜o de tais elementos
impossibilita quantificar e qualificar a influeˆncia exata de cada uma sobre o sistema
como um todo. Logo, a soluc¸a˜o encontrada foi propor modelos que possam repre-
sentar o comportamento dos sistemas e atrave´s de seu estudo contribuir para o seu
entendimento.
Em computac¸a˜o ub´ıqua, essa complexidade esta´ presente, e este cap´ıtulo tem
por objetivo apresentar as premissas sobre a construc¸a˜o de modelos e justificar o
uso de simulac¸a˜o para sua compreensa˜o. Sa˜o apresentados uma linguagem formal
utilizada no decorrer da dissertac¸a˜o na especificac¸a˜o de modelos e dois projetos que
acreditam nos benef´ıcios e importaˆncia da modelagem e simulac¸a˜o em ambientes de
computac¸a˜o ub´ıqua.
3.1 Modelagem de sistemas
Sistemas podem ser definidos como um conjunto de elementos, materiais ou
ideais, entre os quais se possa encontrar ou definir alguma relac¸a˜o. Ha´ diversos
tipos de sistemas, por exemplo, sistemas de produc¸a˜o, sistemas de comunicac¸a˜o,
sistemas computacionais, sistemas econoˆmicos e sistemas biolo´gicos.
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Um modelo e´ o conjunto de hipo´teses ou asserc¸o˜es sobre a estrutura ou com-
portamento de um sistema f´ısico pelo qual procura-se explicar ou prever, dentro de
uma teoria cient´ıfica, as propriedades do sistema, ou seja, os modelos sa˜o, em sua
maioria, abstrac¸o˜es simplificadas da estrutura e funcionamento de sistemas reais.
Atrave´s de um processo de modelagem sa˜o realizados os devidos refinamentos para
a definic¸a˜o e construc¸a˜o de um modelo.
Ha´ processos e linguagens que fornecem ferramentas e estruturas para descrever
e construir modelos. A modelagem gra´fica descreve atrave´s de diagramas e relac¸o˜es,
a modelagem matema´tica descreve atrave´s de fo´rmulas e relac¸o˜es, a modelagem
formal descreve atrave´s de linguagens formais, a modelagem estat´ıstica descreve
atrave´s de abstrac¸o˜es estat´ısticas, e assim por diante.
Qualquer que seja o processo ou a linguagem, em se tratando de modelos que
representam sistemas do mundo real, a complexidade para abstrac¸a˜o e´ um obsta´culo,
pois ale´m do tamanho, o comportamento de sistemas reais pode ser imprevis´ıvel.
Sistemas de computac¸a˜o ub´ıqua apresentam essa dificuldade, principalmente, por
serem compostos por outros subsistemas e seu comportamento ser dependente do
comportamento e ac¸o˜es do homem.
Para a criac¸a˜o de modelos de tais sistemas, deve-se utilizar o recurso de modelos
reais ou modelos de simulac¸a˜o, isto e´, a criac¸a˜o de modelos que possam representar
atrave´s de estruturas computacionais a estrutura e o comportamento dos elemen-
tos envolvidos no sistema com um grau de abstrac¸a˜o e proximidade, permitindo a
infereˆncia de verdades coerentes sobre a representac¸a˜o do modelo.
Os modelos de simulac¸a˜o podem ser classificados, segundo Paulo Freitas (FI-
LHO, 2001), de acordo com seus propo´sitos. Modelos voltados a` previsa˜o permitem
suposic¸o˜es sobre o comportamento atual e futuro do sistema. Modelos voltados a`
investigac¸a˜o permitem a busca e o desenvolvimento de hipo´teses. Modelos voltados
a` comparac¸a˜o permitem, atrave´s de diversas simulac¸o˜es, avaliar o efeito de mudanc¸a
sobre o comportamento dos elementos do modelo.
Em geral, os modelos sa˜o essenciais para a corretude do processo de estimativa
e avaliac¸a˜o em qualquer propo´sito empregado. Portanto, a construc¸a˜o de modelos
que representem as varia´veis comensura´veis e, em algumas situac¸o˜es, na˜o comen-
sura´veis, constitui um importante aspecto em qualquer cieˆncia que deseja validar ou
demonstrar suas concluso˜es.
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3.2 Simulac¸a˜o de sistemas
Simulac¸a˜o e´ o processo de projetar um modelo computacional de um sistema
real e conduzir experimentos com este modelo com o propo´sito de entender seu
comportamento e/ou avaliar estrate´gias para sua operac¸a˜o (PEGDEN et al., 1995).
O uso da simulac¸a˜o tem crescido consideravelmente devido a`s facilidades e pos-
sibilidades oferecidas. Como vantagens pode-se citar as tomadas de deciso˜es sobre
o futuro, observac¸a˜o do desempenho do sistema sobre certas circunstaˆncias, proble-
mas na execuc¸a˜o da simulac¸a˜o na˜o afetando o sistema real, possibilidade de ana´lise
e verificac¸a˜o do sistema, entre outras.
No entanto, a simulac¸a˜o pode conduzir a erros grosseiros se na˜o for executada
corretamente. Entre as falhas mais comuns esta˜o o pouco conhecimento da ferra-
menta ou me´todo utilizado, falta de clareza na definic¸a˜o dos objetivos, construc¸a˜o
de modelos com excesso de detalhes, concluso˜es precipitadas sobre os resultados
obtidos e falta de planejamento do projeto.
Para na˜o cometer esses erros pode-se seguir alguns princ´ıpios utilizados em mo-
delagem. Esses princ´ıpios definem como um sistema deve ser organizado. Primei-
ramente, deve-se construir, sempre que poss´ıvel, em blocos, ou seja, construir os
subsistemas separadamente e enta˜o conecta´-los. Somente aspectos relevantes devem
ser inclusos; muitos detalhes podem interferir no processo de simulac¸a˜o. Toda in-
formac¸a˜o que for utilizada na simulac¸a˜o deve ser precisa, isto e´, deve estar correta
dentro de sua especificac¸a˜o. Por u´ltimo, as entidades comuns devem ser agrupadas
segundo sua estrutura e comportamento para evitar definic¸o˜es de entidades desne-
cessa´rias.
Seguindo esses princ´ıpios e´ poss´ıvel modelar um sistema de computac¸a˜o ub´ıqua
considerando as suas entidades e o seu funcionamento apesar da complexidade em
representa´-los de maneira simplificada. Por isso, deve-se ter em mente que a te´cnica
de simulac¸a˜o na˜o tenta isolar todas as varia´veis e os relacionamentos particulares
entre elas, mas observar a maneira como todas as varia´veis do modelo se alteram com
o tempo. O relacionamento dessas varia´veis deve ser derivado dessas observac¸o˜es
(GORDON, 1969).
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3.3 Object Z
Object Z (SMITH, 1992) e´ uma extensa˜o da linguagem de especificac¸a˜o formal
Z (SPIVEY, 1989) que introduz novos construtores para especificac¸a˜o formal de sis-
temas orientados a objeto. A principal raza˜o para a extensa˜o sa˜o as vantagens e
facilidades fornecidas pela orientac¸a˜o objeto, tais como modularidade, entendimento,
reuso e manutenc¸a˜o dos sistemas. Essas vantagens se aplicam a especificac¸o˜es for-
mais, pois os sistemas onde essa metodologia e´ aplicada sa˜o, em sua maioria, enormes
e complexos.
Dentre as extenso˜es adicionadas, a mais importante e´ o conceito de esquema de
classe. Outros conceitos como heranc¸a e polimorfismo tambe´m foram adicionados.
Uma novidade foi a adic¸a˜o de lo´gica temporal para representar as propriedades de
vivacidade. Nesta sec¸a˜o sa˜o apresentadas e brevemente discutidas essas e outras
caracter´ısticas de Object-Z, necessa´rias para a compreensa˜o dessa dissertac¸a˜o.
3.3.1 Classes
O esquema de classe em Object-Z, baseado na noc¸a˜o de classe em orientac¸a˜o
objeto, e´ responsa´vel por encapsular um esquema de estado com todos os esquemas
que podem modificar as suas varia´veis. O esquema de classe na˜o e´ apenas uma
extensa˜o sinta´tica, ele pode definir tipos, cujas instaˆncias sa˜o objetos.
A representac¸a˜o sinta´tica do esquema de classe e´ uma caixa nomeada com zero
ou mais paraˆmetros gene´ricos. A estrutura ba´sica da classe pode ser visualizada na
figura 3.1.
NomeClasse [par aˆmetros gene´ricos ]
definic¸o˜es de tipo
definic¸o˜es de constante
esquema de estado
esquema de estado inicial
operac¸o˜es
Figura 3.1: Estrutura de classe em Object-Z
As definic¸o˜es de tipo e constante sa˜o sintaticamente ideˆnticas ao Z, contudo o
escopo e´ restrito a classe. O esquema de estado armazena varia´veis de estado, como
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em Z, entretanto na˜o e´ nomeado. As declarac¸o˜es nesse esquema sa˜o as varia´veis de
estado e o predicado e´ o estado invariante, o qual restringe os valores das varia´veis
e das constantes. Em orientac¸a˜o objeto, as varia´veis de estado e constantes defi-
nem os atributos da classe. O esquema de estado inicial, denominado INIT, e´ o
esquema de operac¸a˜o responsa´vel pela inicializac¸a˜o do sistema, como um constru-
tor. Os esquemas de operac¸a˜o sa˜o responsa´veis por modificar o estado das varia´veis
da classe, como me´todos. Em sua sintaxe foram adicionadas as delta-lists, as quais
indicam as varia´veis que se alteram pela operac¸a˜o. Os paraˆmetros gene´ricos per-
mitem a definic¸a˜o de classes parametrizadas ou gene´ricas. A figura 3.2 representa
esses conceitos.
Queue[T ]
maxSize : N
items : seqT
#items ≤ maxSize
INIT
items = 〈 〉
Join
∆(items)
item? : T
items ′ = items a 〈item?〉
Leave
∆(items)
item! : T
items 6= 〈 〉
items = 〈item!〉a items ′
Figura 3.2: Classe em Object-Z que representa uma fila gene´rica
No exemplo, maxSize define uma constante. A declarac¸a˜o de items esta´ encap-
sulada no esquema de estado e, e´ a varia´vel de estado que armazena os elementos
da fila. O predicado do esquema de estado garante que ao executar uma operac¸a˜o,
o nu´mero de elementos de items na˜o sera´ maior que maxSize. O esquema de estado
inicial, INIT, inicializa a fila como vazia. Na˜o e´ necessa´rio incluir o esquema de es-
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QueueInheritance[T ]
Queue[T ]
size : N
#size = #items
Figura 3.3: Heranc¸a em Object-Z
tado, pois ele esta´ implicitamente incluso. Os outros dois esquemas sa˜o as operac¸o˜es,
onde e´ necessa´rio especificar, atrave´s de delta-list (∆-list), qual a varia´vel sofrera´
mudanc¸a. A po´s-fixac¸a˜o do ponto de interrogac¸a˜o (?) indica uma entrada e a
po´s-fixac¸a˜o do ponto de exclamac¸a˜o (!) uma sa´ıda.
3.3.2 Heranc¸a
Heranc¸a permite uma classe ser definida a partir das caracter´ısticas e funciona-
lidades de outras classes atrave´s da especificac¸a˜o incremental. Object-Z suporta he-
ranc¸a simples e mu´ltipla. Para utilizar heranc¸a, basta adicionar, antes da definic¸a˜o
das constantes em uma classe, as classes herdadas. Como exemplo, herdando do
exemplo anterior, temos uma nova classe para manipular filas com a varia´vel de
estado size (figura 3.3).
A heranc¸a em Object-Z permite adic¸a˜o de atributos, operac¸o˜es, paraˆmetros de
operac¸o˜es e restric¸o˜es a`s classes herdada. Tambe´m e´ permitido renomear atributos e
operac¸o˜es, para tornar a especificac¸a˜o mais clara para a aplicac¸a˜o a que se destina.
Para redefinir totalmente uma operac¸a˜o, ou seja, desconsiderar a implementac¸a˜o
herdada, e´ necessa´rio usar um operador especial, redef.
3.3.3 Polimorfismo
Polimorfismo e´ a habilidade de processar objetos diferentemente dependendo de
sua classe. Atrave´s de polimorfismo pode-se declarar uma varia´vel com a capacidade
de armazenar qualquer objeto de uma coletaˆnea de classes associadas por heranc¸a.
Em Object-Z, isto e´ alcanc¸ado atrave´s da declarac¸a˜o ↓ (polimorfismo) pre´-fixada ao
tipo do objeto. Por exemplo, seja C uma classe, a declarac¸a˜o c : ↓C declara o objeto
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QueuePolymorphism[T ]
queueSet : P ↓Queue[T ]
Figura 3.4: Polimorfismo em Object-Z
c para ser da classe C ou qualquer classe derivada de C. A figura 3.4 demonstra o
uso do polimorfismo atrave´s do atributo queueSet, um conjunto de filas, que pode
armazenar qualquer objeto do tipo Queue[T].
3.3.4 Invariantes de histo´ria
As descric¸o˜es dos estados e operac¸o˜es, e suas respectivas transic¸o˜es sa˜o as pro-
priedades de seguranc¸a, ou seja, aquelas que afirmam que algo ruim nunca acon-
tece, isto e´, o sistema nunca entra em um estado na˜o aceita´vel (VASCONCELOS,
1989). Propriedades de vivacidade garantem a ocorreˆncia de operac¸o˜es, probidade
e terminac¸a˜o. Probidade garante eventualmente a ocorreˆncia de uma operac¸a˜o e
terminac¸a˜o garante eventualmente o estado onde nenhuma operac¸a˜o esta´ ativa.
Object-Z permite a especificac¸a˜o de propriedades de vivacidade associando a
classe a uma lo´gica temporal atrave´s de invariantes de histo´ria. Essas invariantes de
histo´ria restringem o conjunto de histo´rias derivado do estado e operac¸o˜es da classe,
ou seja, sa˜o predicados que descrevem uma propriedade invariante das histo´rias de
uma classe.
Com o uso de lo´gica temporal para descrever as invariantes de histo´ria, adiciona-
se quatro operadores para o Object-Z, os quais sa˜o 2(sempre), 3(eventualmente),
enabled (ativado), occurs (ocorre). O operador 2 indica que um predicado e´
verdadeiro no presente e sempre verdadeiro no futuro. O operador 3 indica que um
predicado e´ verdadeiro no presente ou em algum momento no futuro. Os operadores
enabled e occurs sa˜o usados em conjunto com operac¸o˜es, onde enabled significa
que a operac¸a˜o esta´ ativada, ou seja, as pre´-condic¸o˜es sa˜o satisfeitas, e occurs que
a operac¸a˜o e´ o pro´ximo evento.
Sintaticamente, as invariantes de histo´ria sa˜o adicionadas ao final do esquema
de classe, separadas do restante por um trac¸o. Um exemplo do uso de invariantes e´
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QueueInvariant [T ]
Queue[T ]
Lose
∆(items)
items 6= 〈 〉
items ′ = tail items
23(Leave enabled)⇒ 23(Leave occurs)
Figura 3.5: Invariantes de histo´ria
observado na figura 3.5. Nesta figura, a operac¸a˜o Lose admite a perda do primeiro
elemento em qualquer tempo. Definindo uma invariante de histo´ria para a operac¸a˜o
Leave, e´ garantido que na˜o ha´ perda infinitas da cabec¸a da fila, pois sempre, em
algum momento, a operac¸a˜o Leave ocorrera´.
3.3.5 Instanciac¸a˜o de objetos
Como em Object-Z uma classe pode ser usada como um tipo, consequ¨entemente
um objeto pode ser declarado como uma instaˆncia de uma classe. Por exemplo,
a declarac¸a˜o c: C, onde C e´ uma classe, especifica um objeto c do tipo C. Para
aplicar operac¸o˜es a um objeto e´ utilizada a notac¸a˜o de ponto (.). Outro operador e´
o paralelo (‖) usado para especificar comunicac¸a˜o entre objetos.
Uma das principais vantagens em instanciar objetos e´ a possibilidade de agrega-
c¸a˜o, ou seja, agrupar objetos de uma mesma classe. Ha´ dois conceitos em Object-Z
para o uso de agregac¸a˜o: os esquemas framing (Φ) e o operador nesting (•). O
primeiro sa˜o esquemas onde na˜o ha´ operac¸o˜es, mas podem ser combinados com
outros esquemas para definir operac¸o˜es. O segundo permite varia´veis declaradas
em esquemas framing serem utilizadas em outros esquemas. Para maiores detalhes
consultar Smith (1992).
3.4 Validac¸a˜o de modelos
A validac¸a˜o de um modelo para simulac¸a˜o e´ medida pela proximidade entre os
resultados obtidos pelo modelo e os originados do sistema real. Esta tarefa e´ com-
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plexa, pois os modelos introduzem simplificac¸o˜es para representar os sistemas reais
e, ale´m disso, na maioria dos casos, os dados do sistema real na˜o esta˜o dispon´ıveis
ou na˜o existem para uma comparac¸a˜o.
Devido a essa dificuldade de validac¸a˜o, ha´ treˆs aspectos que podem ser con-
siderados para alcanc¸ar um n´ıvel de confianc¸a em uma simulac¸a˜o (FILHO, 2001).
Primeiro, avaliar as simplificac¸o˜es e as suposic¸o˜es adotadas na modelagem do sis-
tema. Segundo, avaliar os paraˆmetros de entradas de dados e distribuic¸o˜es utilizadas
para aspectos de aleatoriedade. Terceiro, avaliar as ana´lises e concluso˜es formuladas
sobre os resultados obtidos.
Uma outra alternativa para validar modelos e´ observar e analisar sua aplicac¸a˜o
sobre cena´rios reais. A aplicac¸a˜o permite visualizar problemas e inconsisteˆncias na
modelagem, pois na˜o ha´ como modelar um cena´rio sem reflexa˜o durante o processo
de modelagem.
3.5 Projetos Relacionados
3.5.1 Ubiwise
Ubiwise (BARTON; VIJAYRAGHAVAN, 2002) e´ um simulador para computac¸a˜o
ub´ıqua, que concentra sua atuac¸a˜o na computac¸a˜o e comunicac¸a˜o de dispositivos
situados em ambientes f´ısicos. Ubiwise tem a finalidade de simular hardware e
software de computac¸a˜o ub´ıqua com o objetivo de agilizar o processo de testes em
pesquisas.
A construc¸a˜o do simulador foi baseada em requisitos e desafios encontrados em
ambientes ub´ıquos, entre os quais destacam-se a possibilidade de experimentar novos
conceitos, desenvolvimento de novos servic¸os, criac¸a˜o acelerada de proto´tipos, testes
para novos sistemas, avaliac¸a˜o da interac¸a˜o entre diversos dispositivos e aplicac¸o˜es.
O simulador apresenta duas viso˜es durante o processo de simulac¸a˜o. Uma visa˜o,
em 3D, e´ a representac¸a˜o do ambiente f´ısico, e a outra visa˜o, em 2D, sa˜o os objetos
e dispositivos que o usua´rio pode manipular. Para simular o ambiente f´ısico foi
utilizado o motor gra´fico de renderizac¸a˜o do Quake-Arena III, enquanto para simular
os proto´tipos foi desenvolvido um programa em Java. A sincronizac¸a˜o entre as viso˜es
ocorre atrave´s de mensagens em rede, logo pode ser executado em uma u´nica ou
54
va´rias ma´quinas distintas.
O programa que controla a visa˜o do ambiente e´ denominado Ubisim e o que
controla os dispositivos e´ denominado Wise. O autor optou por essa divisa˜o para
simplificar o processo de simulac¸a˜o, baseado nas premissas que o motor gra´fico do
Quake alcanc¸a alto desempenho e fidelidade visual, enquanto para prototipac¸a˜o, os
aplicativos desenvolvidos em Java sa˜o mais robustos, ra´pidos para se desenvolver e
podem usar todas as vantagens das bibliotecas existentes.
Uma visa˜o do simulador pode ser observada na figura 3.6. Nesta figura, esta˜o
representadas as duas viso˜es discutidas anteriormente e dois usua´rios distintos, onde
cada um possui uma visa˜o do Wise e do Ubisim. No Ubisim, os dispositivos esta˜o
organizados em 3D e respondem a eventos f´ısicos, enquanto no Wise, os dispositivos
esta˜o organizados em 2D e respondem a eventos do mouse e de rede. A sincronizac¸a˜o
e a integrac¸a˜o entre as viso˜es e entre os ambientes ocorrem atrave´s do UbiSim Server,
um servidor web.
Figura 3.6: Arquitetura do Ubiwise (BARTON; VIJAYRAGHAVAN, 2002)
Para desenvolver uma simulac¸a˜o sa˜o necessa´rios diversos passos. A seguir sa˜o
apresentadas, em to´picos, as etapas para criac¸a˜o de uma simulac¸a˜o. As treˆs primeiras
referem-se a` programac¸a˜o do Ubisim e as restantes a` programac¸a˜o do Wise.
• Criar os objetos e dispositivos: consiste em criar as representac¸o˜es dos dispo-
sitivos para ambas viso˜es do Ubiwise. O processo se inicia com uma imagem
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digital, como por exemplo uma foto, a qual deve ser convertida para cada
visa˜o. Para a visa˜o do Ubisim e´ necessa´rio criar um modelo 3D wire-frame e
para o Wise uma visa˜o 2D da imagem.
• Criar o ambiente: consiste em criar um ambiente e especificar a posic¸a˜o ini-
cial dos objetos. O ambiente pode ser constru´ıdo modificando modelos pre´-
existentes com o uso de uma ferramenta (GtkRadiant). Ha´ muitos ambientes
dispon´ıveis para a ferramenta, mas mesmo assim, a modificac¸a˜o e´ um trabalho
dispendioso e complexo.
• Adicionar e compilar o co´digo de interac¸a˜o f´ısica: consiste em programar o
co´digo para simular o comportamento dos dispositivos no ambiente. Para tal,
deve-se modificar as bibliotecas de ligac¸a˜o dinaˆmica do sistema do Quake para
que a simulac¸a˜o se comporte conforme programado.
• Criar o arquivo de descric¸a˜o do dispositivo: consiste em especificar atrave´s
de um arquivo XML os dispositivos utilizados na simulac¸a˜o. Neste arquivo
sa˜o especificados informac¸o˜es referentes a` interface com o usua´rio, armazena-
mento de dados, comunicac¸o˜es em rede, ligac¸a˜o com o co´digo responsa´vel por
protocolos e controle, entre outros.
• Definir eventos e co´digo: consiste em programar eventos e co´digos para o
dispositivo simulado. Eventos podem ser, por exemplo, cliques sobre boto˜es
do dispositivo, e o co´digo pode ser, por exemplo, o protocolo de comunicac¸a˜o
com um outro dispositivo.
• Programar o servidor web: consiste em programar servic¸os no servidor para
um dispositivo, visto que estes sa˜o apenas proto´tipos, as func¸o˜es do dispositivo
poderiam ser emuladas por servic¸os no servidor. Esta tarefa e´ opcional, ou seja,
depende do tipo de aplicac¸a˜o desenvolvida. Um exemplo seria a utilizac¸a˜o do
servidor para fornecer as fotos para um dispositivo caˆmera.
Finalmente, combinando as duas viso˜es, isto e´, executando os dois programas, e´
poss´ıvel executar a simulac¸a˜o e avaliar o resultado. O Ubiwise na˜o trabalha atrave´s
de estat´ıstica de varia´veis, logo os resultados observados sa˜o referentes a` interac¸a˜o
e usabilidade de protocolos.
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3.5.2 UbisWorld
UbisWorld (HECKMANN, 2001, 2005) e´ um projeto coordenado por Dominik
Heckmann, Universidade de Saarland, Alemanha, cuja finalidade e´ representar par-
tes do mundo real e servir como um modelo de mundo virtual para representar, si-
mular e comparar questo˜es de pesquisa em computac¸a˜o ub´ıqua. Pode ser empregado
para representar pessoas, objetos, localizac¸o˜es, tempo, eventos e suas propriedades
e caracter´ısticas.
A caracter´ıstica principal do projeto e´ a utilizac¸a˜o de ontologias para repre-
sentac¸a˜o dos elementos do mundo real e suas interac¸o˜es. Em UbisWorld e´ utilizada
uma divisa˜o em seis ontologias que se complementam, denominadas ontologia f´ısica,
ontologia espacial, ontologia temporal, ontologia de atividade, ontologia de situac¸a˜o
e ontologia de infereˆncia. Essas ontologias esta˜o dispon´ıveis em diversas linguagens
de representac¸a˜o, tais como RDF, OIL, Daml e OWL.
Ale´m das ontologias (classes e predicados), os conceitos de UbisWorld ainda sa˜o
compostos por mais dois elementos, os quais sa˜o indiv´ıduos e relac¸o˜es, conforme pode
ser conferido na figura 3.7. Os indiv´ıduos sa˜o instaˆncias das classes e as relac¸o˜es,
em sua maioria ena´rias, sa˜o responsa´veis pelas associac¸o˜es entre esses indiv´ıduos.
Figura 3.7: Visa˜o da ontologia de UbisWorld (HECKMANN, 2005)
Ontologia f´ısica representa os elementos f´ısicos. Esses elementos sa˜o classificados
como elementos ba´sicos (Basic Element) e elementos agrupados (Grouped Element).
Os elementos ba´sicos sa˜o divididos em treˆs categorias, ser (Being), coisas (Thing) e
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categoria (Category), e os elementos agrupados em grupo do usua´rio (UserGroup),
grupo de sistema (SystemGroup) e grupo misto (MixedGroup). Importantes ele-
mentos desses grupos sa˜o usua´rio (User) derivado de ser (Being), dispositivo (De-
vice), mob´ılia (Furniture), veiculo (Vehicle) e outros objetos (Other Objects) de-
rivados de coisas (Thing). Esses elementos ainda possuem mais especificac¸o˜es que
detalham com maior precisa˜o a descric¸a˜o do mundo f´ısico. O elemento categoria
(Category) e´ uma classe onde sa˜o herdados o modelo de interesse e as prefereˆncias
do usua´rio, como por exemplo esporte, mu´sica, ambientes e assim por diante. Os
elementos de agrupamento sa˜o utilizados para agrupar instaˆncias relacionadas. A
caracter´ıstica mais relevante dessa hierarquia e´ a definic¸a˜o de heranc¸a das proprie-
dades das instaˆncias; para tal a ontologia suporta heranc¸a mu´ltipla.
Ontologia espacial representa localizac¸a˜o, topologia e orientac¸a˜o dos objetos e
dispositivos f´ısicos. Essa ontologia trata de diversos conceitos espaciais. O pri-
meiro conceito e´ o n´ıvel de granularidade, ou seja, qua˜o precisa e´ a localizac¸a˜o. Por
exemplo, um usua´rio pode estar em uma cidade, rua, edif´ıcio, quarto, ou apenas
em uma parte do quarto. Outra maneira de enderec¸ar essa questa˜o e´ especificar a
posic¸a˜o do usua´rio em relac¸a˜o a todas essas localizac¸o˜es. A definic¸a˜o da granulari-
dade esta´ relacionada a` interac¸a˜o do usua´rio com o ambiente. O segundo conceito
e´ a diferenciac¸a˜o de modelos de localizac¸a˜o simbo´licos (qualitativos) e geome´tricos
(quantitativos). Os autores propo˜em um modelo h´ıbrido, onde combinam a topolo-
gia simbo´lica e as suas coordenadas em um mapa do ambiente. A ontologia espacial
do UbisWorld e´ baseada no projeto Nexus, onde o modelo do mundo e´ decomposto
hierarquicamente em a´reas. O modelo espacial tem dois elementos ba´sicos, loca-
lizac¸a˜o (Location) e restric¸o˜es espaciais (SpatialConstraints). A localizac¸a˜o pode
ser dada em func¸a˜o de um lugar (n´ıvel de granularidade), de uma a´rea (extensa˜o),
proximidade de um objeto ou localizac¸a˜o relativa, como por exemplo, entre dois
objetos espec´ıficos. As restric¸o˜es espaciais conteˆm conexa˜o (Connection) - relaciona
duas localidades, aninhamento (Nesting) - relaciona o agrupamento de uma loca-
lizac¸a˜o por outra, refereˆncia em mapa (Map Reference) - relaciona uma localizac¸a˜o
a um mapa, restric¸a˜o (Constraint) - relac¸o˜es arbitra´rias, e orientac¸a˜o (Orientation)
- define a localizac¸a˜o em relac¸a˜o a orientac¸a˜o ocular de uma entidade.
Ontologia temporal representa pontos no tempo, intervalos e restric¸o˜es tempo-
rais sobre as situac¸o˜es em ambientes ub´ıquos. Foi desenvolvido um modelo h´ıbrido
para enderec¸ar a granularidade temporal e especificar marcac¸o˜es precisas. Os ele-
58
mentos temporais sa˜o divididos em tempo (Time) e restric¸o˜es temporais e cro-
nolo´gicas (TemporalConstraints & Chronology). O elemento tempo pode ser um
ponto no tempo (Point of Time) - relaciona granularidade temporal, um intervalo
(Time Interval) - tempo inicial com durac¸a˜o determinada, um evento (Time by
Event) - baseado na ocorreˆncia de um evento, ou uma relac¸a˜o (Time by Relation)
- define o tempo baseado em relac¸o˜es temporais. As restric¸o˜es temporais podem
ser de ordem parcial (Parcial Order), aninhamento (Nesting) e restric¸o˜es arbitra´rias
(Constraint).
Ontologia de atividade representa as mudanc¸as no mundo, como por exemplo,
a mudanc¸a de localizac¸a˜o. Tem papel importante na descric¸a˜o das ac¸o˜es sobre o
mundo, mas na˜o na definic¸a˜o. Exemplos de elementos dessa ontologia sa˜o os eventos,
como por exemplo, mover (Move), pegar (Take), dar (Give), colocar (Put), alterar
(Change). Cada um desses elementos atua, de alguma maneira, sobre as ontologias
anteriores, modificando o que fora definido e conduzindo para uma nova definic¸a˜o.
Ontologia de situac¸a˜o representa atributos, paraˆmetros ou propriedades sobre
usua´rios, sistemas, localizac¸a˜o e atividades, ou seja, e´ utilizada para descrever o
mundo. Como o UbisWorld tem seu foco dirigido para modelagem de usua´rio, a
especificac¸a˜o dos elementos do usua´rio e´ detalhada e possui informac¸o˜es sobre con-
tato, demografia, habilidade e proficieˆncia, personalidade, caracter´ısticas pessoais,
estado emocional, estado fisiolo´gico, estado mental, movimentac¸a˜o, papel, nutric¸a˜o,
entre outras. Ainda ha´ elementos para descrever informac¸a˜o de contexto, tais como
localizac¸a˜o, ambiente f´ısico e social, produto. Ha´ outros tipos de elementos, como os
sensores de dados de n´ıvel baixo, os quais definem caracter´ısticas mais impercept´ıveis
nos ambientes.
Ontologia de infereˆncia representa os elementos que definem as regras dentro de
ambientes inteligentes. Essas regras permitem comportamento pro´-ativo dentro do
UbisWorld. Esta parte da ontologia esta´ em desenvolvimento, pore´m um exemplo
de elemento e´ o relembrar (Remind), o qual e´ responsa´vel por executar um evento
toda vez que uma determinada situac¸a˜o ocorre.
Uma propriedade interessante da ontologia do UbisWorld sa˜o os mecanismos
para tratar com a questa˜o da privacidade da informac¸a˜o. Os mecanismos sa˜o defini-
dos quanto ao acesso, propo´sito e retenc¸a˜o. O acesso define quem tera´ direitos sobre
a informac¸a˜o, a qual pode ser por exemplo, privada, pu´blica ou compartilhada. O
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propo´sito define a relevaˆncia da informac¸a˜o, como por exemplo, comercial, pesquisa
ou mı´nima. A retenc¸a˜o define quanto tempo a informac¸a˜o deve ser mantida antes
de ser eliminada, por exemplo, anos, meses ou dias.
60
4 Especificac¸a˜o do Modelo
Para o estudo e a construc¸a˜o de qualquer artefato de software ou hardware para
o desenvolvimento de um sistema, uma das primeiras provideˆncias e´ entender a
dinaˆmica do comportamento e as restric¸o˜es inerentes a esse sistema. Abstrair esses
dados na˜o e´ trivial, principalmente se o sistema em questa˜o e´ complexo.
As especificac¸o˜es formais usam notac¸a˜o matema´tica para descrever de forma
precisa as propriedades que um sistema computacional deve possuir, sem necessari-
amente definir como estas propriedades sa˜o alcanc¸adas, isto e´, elas descrevem o que
o sistema deve fazer sem dizer como e´ para ser feito (SPIVEY, 1989).
Como o presente trabalho se propo˜e a estudar as questo˜es de modelagem en-
volvidas em ambientes de computac¸a˜o ub´ıqua, este cap´ıtulo apresenta um modelo
que especifica as questo˜es importantes para o assunto estudado, utilizando uma
linguagem de especificac¸a˜o formal.
Por meio da modelagem e abstrac¸a˜o dos elementos em ambientes de computac¸a˜o
ub´ıqua, visando a` simulac¸a˜o das situac¸o˜es, os aspectos de modelagem e simulac¸a˜o
sa˜o apresentados, detalhados e discutidos informalmente, atrave´s de sentenc¸as ex-
plicativas, e formalmente, atrave´s do modelo em Object-Z.
4.1 Visa˜o Geral
A fundamentac¸a˜o apresentada no cap´ıtulo 2 constitui a base para a especificac¸a˜o
do modelo abordado neste cap´ıtulo. Essa fundamentac¸a˜o e´ utilizada para a cons-
truc¸a˜o de um modelo gene´rico para que um ambiente de computac¸a˜o ub´ıqua possa
ser modelado e simulado computacionalmente. Esta sec¸a˜o apresenta uma visa˜o geral
e os termos utilizados para se referir aos principais componentes do modelo.
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O modelo identifica oito tipos ba´sicos de elementos, conforme pode ser observado
no diagrama 4.1. O diagrama omite determinadas classes e alguns relacionamen-
tos existentes no modelo com o objetivo de apresentar somente as relac¸o˜es mais
importantes e fornecer uma visa˜o geral da interac¸a˜o entre esses elementos.
Figura 4.1: Principais componentes da especificac¸a˜o
A notac¸a˜o dos relacionamentos corresponde a` notac¸a˜o utilizada nos diagramas de
classe em UML (Unified Modeling Language) com algumas semaˆnticas redefinidas.
Sa˜o utilizadas as notac¸o˜es de heranc¸a, associac¸a˜o, agregac¸a˜o e dependeˆncia. As
caixas representam as classes essenciais do modelo, heranc¸a representa a expansa˜o
das classes, a associac¸a˜o representa a ligac¸a˜o entre as classes e a dependeˆncia indica
a participac¸a˜o direta ou indireta sobre o estado das classes.
Apesar de toda a definic¸a˜o dessa semaˆntica, o aspecto mais relevante do dia-
grama sa˜o as composic¸o˜es, isto e´, o que existe na especificac¸a˜o. Ha´ oito tipos de
elementos, os quais, auxiliados por outros tipos na˜o presentes no diagrama, per-
mitem a construc¸a˜o de modelos que podem ser simulados atrave´s de estruturas
computacionais.
No diagrama, o ambiente (roxo) se refere aos cena´rios de computac¸a˜o ub´ıqua,
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portanto todos os outros elementos fazem parte de sua composic¸a˜o. As carac-
ter´ısticas comuns (verde escuro) definem as propriedades compartilhadas pelos prin-
cipais elementos f´ısicos que compo˜em o ambiente. Os elementos ba´sicos (verde claro)
sa˜o os elementos f´ısicos presentes nos ambientes. Meios de comunicac¸a˜o (amarelo)
especificam as comunicac¸o˜es entre as entidades. Eventos e sinalizac¸o˜es (rosa) sa˜o
responsa´veis por um tipo especial de comunicac¸a˜o e transporte de informac¸a˜o entre
os elementos. Os controles (cinza) sa˜o estruturas para tratar questo˜es de geren-
ciamento de energia, localizac¸a˜o, comunicac¸a˜o, tempo e situac¸o˜es no modelo. Os
delimitadores espaciais (azul claro) sa˜o objetos que possuem propriedades para de-
finir a delimitac¸a˜o dos espac¸os f´ısicos. As entidades ub´ıquas (gelo) correspondem a`s
entidades que possuem capacidade de computac¸a˜o e comunicac¸a˜o.
Todas as classes do modelo sa˜o descritas com maiores detalhes em to´picos es-
pec´ıficos. Para tal, a organizac¸a˜o da especificac¸a˜o e´ apresentada em partes, partindo-
se da definic¸a˜o dos tipos ba´sicos ate´ a completa definic¸a˜o do ambiente. Desse modo,
o modelo torna-se mais compreensivo, pois se inicia na base ate´ alcanc¸ar o todo.
4.2 Tipos ba´sicos e definic¸o˜es axioma´ticas
A linguagem formal Z permite a especificac¸a˜o de tipos ba´sicos atrave´s da de-
clarac¸a˜o do tipo no documento de especificac¸a˜o. Estes tipos ba´sicos sa˜o globalmente
definidos e seu escopo se estende da definic¸a˜o ate´ o final da especificac¸a˜o. Uma
das vantagens de se usar os tipos ba´sicos e´ a na˜o necessidade de descrever atrave´s
de estruturas matema´ticas ou formais o seu significado, facilitando assim a especi-
ficac¸a˜o e na˜o associando o tipo a uma estrutura espec´ıfica. As definic¸o˜es axioma´ticas
permitem especificar tipos atrave´s de declarac¸o˜es formais e atribuir restric¸o˜es aos
valores especificados. Esta sec¸a˜o apresenta e descreve os tipos ba´sicos e as definic¸o˜es
axioma´ticas utilizadas na especificac¸a˜o.
Ha´ sete tipos ba´sicos definidos, conforme pode ser observado pela especificac¸a˜o
a seguir:
[Text ,Time,Date, Shape,Data,Action, State]
O tipo Text representa um conjunto de caracteres para descrever atrave´s de
linguagem natural algum tipo de propriedade ou caracter´ıstica, ou para ser utilizado
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como um identificador. Foi estabelecido com o objetivo de permitir a existeˆncia de
atributos descritivos nas classes e para rotular e identificar associac¸o˜es atrave´s de
um nome espec´ıfico.
Os tipos Time e Date representam marcadores de tempo. Time corresponde
a hora, minutos, segundos e cente´simos de segundo, enquanto Date corresponde a
dia, meˆs e ano. A granularidade foi assim definida para representar com precisa˜o os
acontecimentos dependentes do tempo.
O tipo Shape representa alguma forma geome´trica plana, como por exemplo,
retas, c´ırculos, quadrados, triaˆngulos, arcos, ou outro pol´ıgono qualquer. Tem por
objetivo estabelecer limites para forma de propagac¸a˜o e alcance de comunicac¸a˜o,
delimitac¸a˜o de acesso, entre outros.
O tipo Data representa qualquer tipo de informac¸a˜o digital. Pode representar
uma figura, um texto, um v´ıdeo, dados de a´udio, um nu´mero, um vetor de nu´meros,
enfim, toda informac¸a˜o que pode ser representada por uma estrutura de dado.
O tipo Action representa uma ac¸a˜o que modifica o estado de um objeto f´ısico.
Uma ac¸a˜o pode ser programada para, por exemplo, fechar uma porta, acender uma
laˆmpada, recolher um tapete, e assim por diante. A ac¸a˜o representa a execuc¸a˜o de
uma tarefa.
O tipo State representa os estados que os elementos possuem ou podem assumir.
Exemplificando, no caso de uma laˆmpada, os estados podem ser acesa ou apagada,
no caso de uma porta, aberta ou fechada, e em exemplos mais complexos, no caso
de dispositivos, podem ser valores em registradores espec´ıficos, os quais na˜o podem
ser descritos devido a diversidade, mas observados em instantes no tempo. O tipo
State e´ o tipo ba´sico mais complexo, pois sua sintaxe e semaˆntica sa˜o definidas de
acordo com o elemento ao qual se refere.
Ha´ duas definic¸o˜es axioma´ticas globais:
Properties : Text 7→ Data
Direction : {North, South,East ,West ,Northeast ,Northwest ,
Southeast , Southwest}
O tipo Properties, representado por uma func¸a˜o parcial, associa um identifica-
dor a uma informac¸a˜o. Atrave´s dessa associac¸a˜o e´ poss´ıvel acessar os dados atrave´s
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de um ro´tulo nomeado e que identifique adequadamente o que esta´ sendo referen-
ciado. Por exemplo, pode-se definir uma func¸a˜o f : Properties , que associa nomes
com imagens. Assim, para referenciar a imagem de Ana, tem-se f (Ana).
O tipoDirection e´ um conjunto que define vetores para orientac¸a˜o no ambiente.
Os vetores definidos sa˜o baseados nos pontos cardeais (norte, sul, leste e oeste)
e nos pontos colaterais (noroeste, nordeste, sudoeste e sudeste). Desse modo, a
orientac¸a˜o define oito direc¸o˜es sobre um plano. Apesar da simplicidade, atrave´s
dessa orientac¸a˜o um elemento pode se mover para qualquer ponto em um espac¸o
definido.
4.3 Caracter´ısticas comuns
Muitas propriedades dos elementos f´ısicos que compo˜em os cena´rios em um am-
biente de computac¸a˜o ub´ıqua sa˜o comuns. Utilizando o conceito de heranc¸a, as
caracter´ısticas comuns foram extra´ıdas e agrupadas em uma u´nica classe. A classe
ModelBase define as propriedades comuns de quatro elementos do modelo: pes-
soas, objetos, entidades e espac¸os.
ModelBase
ClassType : {Person,Object ,Entity , Space}
identification : N
class : ClassType
description : Text
position : N× N× N
mass : R1
width : N
height : N
shape : P(R× R× R)
emittedSignal : F Signal
location : Location
created : TimeStamp
∀ x , y : identification • x 6= y
∀ x , y : identification; p1, p2 : position | x 6= y • p1 6= p2
Figura 4.2: Caracter´ısticas da classe ModelBase
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A propriedade identification identifica unicamente um objeto f´ısico no modelo,
ou seja, cada instaˆncia tem uma identificac¸a˜o pro´pria e u´nica. A propriedade class
especifica o tipo de instaˆncia a que se refere um objeto, no caso, um valor do tipo
ClassType. A propriedade description permite inserir um texto descrevendo o
objeto e suas caracter´ısticas, mas tem cara´ter meramente informativo.
A propriedade position define a localizac¸a˜o espacial absoluta de uma entidade
f´ısica no cena´rio. Todo elemento que possui essa caracter´ıstica pode ser localizado
atrave´s de coordenadas. Como o mundo real possui treˆs dimenso˜es, a base para
as coordenadas e´ a base ortonormal, ou seja, sa˜o utilizados treˆs valores para repre-
sentar um ponto (x , y , z ). Entretanto, na simulac¸a˜o, para a maioria dos cena´rios,
pode ser atribu´ıdo o valor nulo ao eixo z , tornando o ambiente simulado em duas di-
menso˜es ou planar. Desse modo, utilizando um sistema de posicionamento baseado
no plano cartesiano, as simulac¸o˜es tornam-se mais simples e facilitam a visualizac¸a˜o
das interac¸o˜es.
Ha´ quatro propriedades para representar forma e estrutura dos elementos. A
propriedade mass define a massa em quilogramas de um elemento. Atrave´s dessa
propriedade pode-se, por exemplo, indicar quais objetos podem ser portados por
uma pessoa e definir restric¸o˜es quanto ao peso. A propriedade width define a
largura ou comprimento e a propriedade height define a altura de um elemento.
Essas propriedades influenciam diretamente nas comunicac¸o˜es, pois, por exemplo,
um feixe de infravermelho pode ser bloqueado pela presenc¸a de um corpo entre a
fonte emissora e receptora. A propriedade shape define a forma espacial de um
elemento. As formas sa˜o representadas por formas geome´tricas espaciais, isto e´, por
cilindros, cones, esferas, piraˆmides, poliedros e prismas. Essas formas podem ser
representadas por equac¸o˜es, o que facilita a identificac¸a˜o de pontos pertencentes a
elas. Por exemplo, o espac¸o ocupado por uma pessoa (corpo) pode ser representado
por um cilindro, um computador pode ser um cubo, e assim por diante.
Todos os elementos f´ısicos podem emitir algum tipo de sinal. Esse sinal pode
ser uma imagem, som, movimento, pressa˜o, cor, e assim por diante. A propriedade
emittedSignal tem a func¸a˜o de agregar e representar o conjunto de sinais que
um elemento pode transmitir em uma simulac¸a˜o. Sa˜o definidos apenas os sinais
relevantes para a simulac¸a˜o em questa˜o. Por exemplo, em um ambiente monitorado
por caˆmeras, o sinal emitido deve ser uma imagem do elemento filmado. Maiores
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detalhes sobre sinais sa˜o discutidos na sec¸a˜o 4.8.
As propriedades location e created representam, respectivamente, uma des-
cric¸a˜o mais detalhada da localizac¸a˜o e a data e hora de criac¸a˜o de um elemento no
ambiente.
4.4 Pessoas
Na sec¸a˜o 2.3.1 descrevemos brevemente a entidade pessoa e alguns exemplos
de como sua participac¸a˜o em cena´rios de computac¸a˜o ub´ıqua e´ complexa. As ca-
racter´ısticas de autonomia, de mobilidade, de comportamentos e as relac¸o˜es que as
pessoas possuem devem ser consideradas em simulac¸a˜o se e´ desejado alcanc¸ar um
modelo que represente com fidelidade o que ocorre em ambientes ub´ıquos. Nesta
sec¸a˜o, sa˜o descritas as caracter´ısticas espec´ıficas e necessa´rias para modelagem de
pessoas ou seres vivos.
A classe Person, atrave´s de seus atributos, representa as caracter´ısticas que de-
vem ser consideradas quando se modela uma pessoa para os cena´rios de computac¸a˜o
ub´ıqua.
Ha´ treˆs tipos ba´sicos definidos, os quais abstraem toda a esseˆncia da repre-
sentac¸a˜o de uma pessoa para quem esta´ modelando um ambiente ub´ıquo. Os tipos
sa˜o Positional, Physical e Psychological.
O tipo Positional define as posic¸o˜es das pessoas no ambiente e as caracter´ısticas
que se relacionam com a posic¸a˜o, tais como velocidade, direc¸a˜o e orientac¸a˜o. O tipo
Physical representa as caracter´ısticas f´ısicas, tais como sexo, idade, tamanho, peso,
massa, pressa˜o, temperatura, entre outros. O tipo Psychological representa carac-
ter´ısticas abstratas como emoc¸o˜es, necessidades, interesses, temperamento, enfim,
caracter´ısticas relacionadas ao psicolo´gico.
A ide´ia e´ estabelecer uma relac¸a˜o entre as caracter´ısticas definidas por esses
tipos e produzir um comportamento baseado na individualidade de cada pessoa
modelada para as situac¸o˜es a que sa˜o submetidas. Por exemplo, uma pessoa inicia
uma comunicac¸a˜o com seu celular com uma central de informac¸o˜es. Se por algum
motivo a comunicac¸a˜o demorar, influenciada talvez pela pro´pria posic¸a˜o da entidade,
e a pessoa possuir caracter´ısticas que conduzem a impacieˆncia, ela pode desistir
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Person
ModelBase
[Positional ,Physical ,Psychological ]
Personality : {Extraversion,Agreeableness ,Conscientiousness ,
EmotionalStability ,Openness}
positional : PPositional
physical : PPhysical
psychological : PPsychological
speed : R
direction : Direction
orientation : Direction
gender : {male, female}
age : N
personality : Personality → N
hasObject : FObject
hasEntity : F ↓Entity
speed ∈ positional
direction ∈ positional
orientation ∈ positional
gender ∈ physical
age ∈ physical
personality ∈ psychological
ran personality ≤ 100
Figura 4.3: Caracter´ısticas da classe Person
da comunicac¸a˜o e na˜o realiza´-la. Extrair estat´ısticas sobre esses acontecimentos e´
importante em simulac¸o˜es.
A grosso modo, o comportamento de uma pessoa no modelo e´ representada pela
seguinte relac¸a˜o:
PPositional × PPhysical × PPsychological ⇒ Behavior
Na relac¸a˜o acima Behavior indica comportamento, isto e´, a relac¸a˜o entre as
propriedades posicionais, as caracter´ısticas f´ısicas e as psicolo´gicas resultam em um
comportamento, que nada mais e´ que uma sequ¨eˆncia de ac¸o˜es, seja no mundo real
ou no mundo simulado. Uma sequ¨eˆncia de ac¸o˜es, por sua vez, e´ movimentac¸a˜o (mo-
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bilidade), tomada de deciso˜es (autonomia) e interac¸o˜es com dispositivos (relac¸o˜es).
A classe Person em Object-Z apresenta as propriedades mais relevantes e ex-
prime a possibilidade de acrescentar novas propriedades. As propriedades posi-
tional, physical e psychological representam genericamente o conjunto dessas
propriedades.
As propriedades speed, direction e orientation referem-se a` posic¸a˜o e lo-
comoc¸a˜o de uma pessoa no ambiente. A primeira indica a velocidade de uma pessoa
no cena´rio. Se a velocidade e´ nula, ela esta´ em ine´rcia com relac¸a˜o ao espac¸o. Como
a velocidade pode ser relativa a outros objetos, ela sempre se refere ao ambiente
mais restritivo. Por exemplo, se uma pessoa esta´ em um carro, a velocidade com
relac¸a˜o ao ambiente e´ a velocidade do carro, mas em relac¸a˜o ao carro e´ nula. Nesse
exemplo, o objeto mais restritivo e´ o carro, logo a velocidade e´ nula. As outras
duas propriedades se referem a` direc¸a˜o e orientac¸a˜o dentro de um espac¸o. A direc¸a˜o
define o caminho e a orientac¸a˜o a observac¸a˜o desse caminho. Em muitos casos sa˜o
ideˆnticas, pois as pessoas caminham observando o que esta´ a frente.
As propriedades gender e age referem-se a`s caracter´ısticas f´ısicas, destacando-
se massa, altura e forma, ja´ definidas nas caracter´ısticas comuns. A primeira define
se a pessoa e´ do sexo feminino ou masculino e a segunda define a faixa eta´ria, isto
e´, se e´ crianc¸a, adolescente, jovem, adulto ou idoso, por exemplo. Elas permitem
infereˆncias para definir comportamentos tais como interesses, emoc¸o˜es e ate´ em
questo˜es quanto ao uso da tecnologia.
A propriedade personality esta´ relacionada com as caracter´ısticas psicolo´gicas
e tenta abstrair atrave´s do modelo dos Cinco Grandes Fatores (Big-Five Factors)
(GOLDBERG, 1992) a representac¸a˜o da personalidade de uma pessoa. A persona-
lidade e´ o conjunto de caracter´ısticas psicolo´gicas (cognitivas, afetivas, volitivas e
f´ısicas) relativamente esta´veis que influenciam a maneira pela qual o indiv´ıduo inte-
rage com o seu ambiente. Atrave´s da personalidade e´ poss´ıvel prever, com um grau
razoa´vel de certeza, como um indiv´ıduo pode reagir a determinadas situac¸o˜es.
O modelo dos Cinco Grandes Fatores e´ um dos modelos mais bem aceitos na
teoria de trac¸os de personalidade. Apresenta uma taxionomia baseada em cinco
fatores:
• extraversion (extroversa˜o): grau que um indiv´ıduo pode tolerar de estimulac¸a˜o
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sensitiva de pessoas e situac¸o˜es. Alta extroversa˜o indica prefereˆncia em estar
acompanhado por muitas pessoas e envolvido em muitas atividades. Baixa
extroversa˜o indica prefereˆncia para trabalhar sozinho, permanecer quieto e ser
uma pessoa privada.
• agreeableness (socializac¸a˜o): tendeˆncia de ser socialmente agrada´vel; n´ıvel de
socializac¸a˜o. Alta socializac¸a˜o indica interesses pelas pessoas e pelos seus
sentimentos. Baixa socializac¸a˜o indica agressividade, competic¸a˜o e pouca con-
siderac¸a˜o pelo pro´ximo.
• conscientiousness (escrupulosidade): grau de organizac¸a˜o, persisteˆncia e mo-
tivac¸a˜o para alcanc¸ar um objetivo. Alto grau indica organizac¸a˜o, confianc¸a,
ambic¸a˜o. Baixo grau indica negligeˆncia, na˜o confia´vel e irresponsabilidade.
• emotional stability (estabilidade emocional): estado emocional, n´ıvel de es-
tresse, controle emocional. Alto grau indica preocupac¸a˜o, inseguranc¸a e alta
ansiedade. Baixo grau indica calma, seguranc¸a e estabilidade.
• openness (intelecto): percepc¸a˜o que um indiv´ıduo tem de sua pro´pria inte-
ligeˆncia ou capacidade. Alto intelecto indica criatividade, curiosidade, ima-
ginac¸a˜o. Baixo intelecto indica dificuldade para compreensa˜o de ide´ias abstra-
tas.
Os fatores esta˜o associados a um percentual (0-100%), que indica o grau que os
fatores se manifestam em uma instaˆncia de pessoa. A ide´ia e´ introduzir um n´ıvel
de autonomia que possa representar na simulac¸a˜o toda a diversidade inerente ao ser
humano e produzir, atrave´s de estudos mais aprofundados, os comportamentos reais
de pessoas utilizando os ambientes de computac¸a˜o ub´ıqua. Uma questa˜o a ser con-
siderada e´ o uso de varia´veis aleato´rias para alcanc¸ar o mesmo resultado, entretanto
seu uso pode ser muito mais incerto que o pro´prio modelo de personalidade.
Por fim, uma pessoa em ambientes de computac¸a˜o ub´ıqua se relaciona com
dispositivos e objetos no ambiente. A relac¸a˜o mais pro´xima ocorre quando estes sa˜o
portados pela pessoa. Nesse caso, as propriedades hasObject e hasEntity indicam
quais sa˜o os objetos e as entidades que se encontram em posse da pessoa. Objetos
podem ser relo´gios, o´culos, teˆnis e entidades podem ser celulares, palmtops, sensores,
e assim por diante. Essas propriedades agregam estes elementos e viabilizam o acesso
exclusivo ao indiv´ıduo.
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4.5 Objetos
Neste trabalho, objetos sa˜o os elementos sem capacidade de computac¸a˜o. Ape-
sar de na˜o possu´ırem tais caracter´ısticas, sa˜o importantes para a composic¸a˜o dos
cena´rios. Objetos podem ser eletrodome´sticos, mob´ılias, utilita´rios, roupas, entre
outros. Por questo˜es de definic¸a˜o, pode-se dizer que objetos sa˜o todos os elementos
que na˜o possuem computac¸a˜o e comunicac¸a˜o, a na˜o ser que elas sejam agregadas ou
embutidas a eles.
Ha´ treˆs pape´is ba´sicos que os objetos desempenham no mundo ub´ıquo. Primeiro,
na mobilidade das entidades. Uma entidade na˜o pode, por exemplo, atravessar um
objeto, ela tem que desviar. Segundo, na transmissa˜o dos sinais. Os objetos sa˜o uma
fonte de interfereˆncia para as comunicac¸o˜es sem fio, principalmente a infravermelha.
Por u´ltimo, participando das interac¸o˜es com os dispositivos ub´ıquos, quando esta˜o
equipados com sensores, atuadores ou dispositivos embutidos.
As mudanc¸as f´ısicas no mundo ub´ıquo sa˜o percept´ıveis diretamente nos objetos,
pois sa˜o mudanc¸as nos estados dos objetos. Exemplificando, uma laˆmpada pode
possuir dois estados: acesa ou apagada. Um evento no ambiente pode alterar o
estado de acesa para apagada e vice-versa. Ou ainda, uma porta pode possuir
os estados aberta, fechada, travada, destravada. Esses exemplos sa˜o simples, ha´
casos em que a quantidade de estados e´ dif´ıcil de ser enumerada, como em um
eletrodome´stico, por exemplo. Logo, em simulac¸a˜o, deve sempre ser considerado
somente os estados de interesse para na˜o complicar o cena´rio desnecessariamente.
A problema´tica de estabelecer os estados dos objetos na˜o se restringe somente
a` quantidade, mas a` especificidade desses estados. Na˜o ha´ como estabelecer um
padra˜o de estados. No entanto, ha´ algumas propriedades comuns evidentes e impor-
tantes para a simulac¸a˜o. Temos nesse caso a opacidade e a reflexibilidade. Ambas
interferem na transmissa˜o de informac¸o˜es via redes sem fio. Pore´m, considerar essas
propriedades pode apenas aumentar a complexidade das simulac¸o˜es.
No modelo, a principal preocupac¸a˜o e´ com a mudanc¸a de estados e suas con-
sequ¨eˆncias. A figura 4.4 representa essa situac¸a˜o e as implicac¸o˜es da passagem de
um estado para outro.
Na figura 4.4, um objeto e´ composto por um conjunto de valores que constituem
seu estado atual. Ao ocorrer um evento, um desses valores e´ alterado. Neste caso
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Figura 4.4: Transic¸a˜o de estados em objetos
em especial, o valor S2 transita para S5, consequ¨entemente se obte´m um novo estado
para o objeto. Essa mudanc¸a pode implicar na criac¸a˜o de sinalizac¸a˜o externa ou
ainda em uma transic¸a˜o tempora´ria, isto e´, o estado alterado e´ mantido somente
por um per´ıodo de tempo definido. Avaliando o caso de uma laˆmpada, se um
evento transitar do estado de apagada para acesa, a laˆmpada deve emitir um sinal
externo de luminosidade, pois podem existir sensores que reagem e acionam outros
mecanismos presentes no ambiente. Ale´m de disparar outros eventos no mundo
ub´ıquo, a mudanc¸a de estado pode ser tempora´ria. Por exemplo, se a laˆmpada deve
permanecer no estado acesa somente durante 10 segundos, um evento interno ao
objeto deve mudar esse estado apo´s o esgotamento do tempo. Ha´ casos onde na˜o e´
necessa´rio emitir nenhum tipo de sinalizac¸a˜o interna ou externa. O acesso ao estado
dos objetos e´ realizado atrave´s de uma consulta antes de seu uso.
Considerando as questo˜es abordadas, a especificac¸a˜o de um objeto para si-
mulac¸a˜o deve se preocupar com a movimentac¸a˜o no ambiente, interfereˆncia nas
comunicac¸o˜es, propriedades e estados relevantes, emissa˜o de eventos ou sinais para
o mundo externo, associac¸a˜o com entidades (sensores, atuadores e dispositivos em-
butidos). A classe Object aborda essas questo˜es ao apresentar um modelo gene´rico,
estendendo a classe ModelBase e provendo atributos para gerenciar estados e as-
sociac¸o˜es.
Ao estender ModelBase, os objetos herdam propriedades de identificac¸a˜o,
forma, localizac¸a˜o e emissa˜o de sinais. A propriedade initialState e´ um conjunto de
varia´veis de estado e define o estado atual do objeto. A propriedade possibleState
e´ um conjunto de varia´veis de estado e define todos os valores poss´ıveis e va´lidos
para a composic¸a˜o de qualquer estado do objeto. A propriedade changeState e´
uma func¸a˜o de associac¸a˜o entre os eventos que alteram os estados dos objetos com a
72
Object
ModelBase
initialState : P State
possibleState : P State
changeState : Action 7→ (State ↔ State)
associations : F ↓ModelBase
initialState ⊆ possibleState
Figura 4.5: Caracter´ısticas da classe Object
relac¸a˜o de transic¸a˜o entre o valor atual e o novo valor da varia´vel de estado alterada
pelo evento. A classe na˜o possui propriedades descritivas, pois sa˜o espec´ıficas de
determinados objetos.
Para atender o restante dos requisitos, a propriedade associations permite a
associac¸a˜o de elementos aos objetos. Uma pessoa pode portar um objeto, seja
uma roupa ou um relo´gio, logo e´ necessa´rio saber quem o porta, pois interfere na
localizac¸a˜o e interac¸o˜es do objeto. Um objeto pode possuir um sensor e/ou atuador
acoplado. Nesse caso, o sensor pode detectar um sinal e o atuador executar uma ac¸a˜o
f´ısica sobre o objeto ou outros objetos. Por u´ltimo, o objeto pode estar associado a
um dispositivo embutido totalmente responsa´vel pelo controle das func¸o˜es do objeto.
Maiores detalhes dessas associac¸o˜es sa˜o discutidos nas sec¸o˜es seguintes.
4.6 Entidades
No cap´ıtulo 2, entidade define os elementos (pessoas, dispositivos e softwares)
responsa´veis pela formac¸a˜o dos cena´rios de computac¸a˜o ub´ıqua. Na especificac¸a˜o,
o termo entidade e´ usado em cara´ter mais restritivo, indicando de forma espec´ıfica
os elementos do mundo ub´ıquo que possuem caracter´ısticas e capacidades de com-
putac¸a˜o e/ou comunicac¸a˜o. Entidade e´ a base para a especificac¸a˜o dos sensores,
atuadores e dispositivos. Essa divisa˜o se deve ao fato da existeˆncia de caracter´ısticas
comuns entre os elementos modelados e a necessidade de fornecer uma estrutura que
limite o acesso a determinadas propriedades.
A classe Entity define uma estrutura abstrata cuja func¸a˜o e´ fornecer proprie-
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dades e restric¸o˜es aos dispositivos ub´ıquos, sensores e atuadores. Essa dependeˆncia
e a estrutura da especificac¸a˜o podem ser observados no diagrama 4.1. A figura 4.6
especifica as caracter´ısticas de uma entidade.
Entity
ModelBase
[Process ,Protocol ]
enabled : B
connections : seq ↓Entity
communication : seqProtocol
channel : seqCommunicationChannel
#connections = #communication = #channel
∃ f : ran connections × ran communication × ran channel
| ∀ i : 1..#f
• f (i) = (connections(i), communication(i), channel(i))
Figura 4.6: Caracter´ısticas da classe Entity
A propriedade enabled define se a entidade esta´ ativa ou inativa. A maioria
das entidades sa˜o de alguma forma dependentes de energia ou possuem opc¸o˜es para
indicar se esta˜o ativas ou na˜o. Por exemplo nos celulares, se a bateria acabar ou se
estiverem desligados e´ imposs´ıvel acessar as func¸o˜es. Essa propriedade implica em
restric¸o˜es de acesso, o que pode interferir diretamente nas simulac¸o˜es, diversificando
e complicando os cena´rios simulados.
Nem toda a entidade executa computac¸a˜o, mas toda entidade se comunica com
outras entidades. Essa caracter´ıstica implica na especificac¸a˜o de um mecanismo
para que comunicac¸o˜es sejam modeladas e possam ser simuladas. Para tal, ha´ treˆs
propriedades, as quais sa˜o connections, communication e channel. A primeira
define com quais entidades sa˜o mantidas conexo˜es, a segunda especifica o protocolo
e a terceira descreve o canal f´ısico de comunicac¸a˜o.
A figura 4.7 apresenta uma entidade A que se conecta com outras entidades.
Cada conexa˜o e´ identificada por um valor nume´rico, iniciando em 1 (um). Como
sa˜o va´rias as conexo˜es poss´ıveis, connections e´ representada pela sequ¨eˆncia das
entidades que a entidade A esta´ conectada. As conexo˜es necessitam de um meio
f´ısico, seja atrave´s de conexa˜o com ou sem fio. Logo, cada conexa˜o possui seu pro´prio
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meio representado por channel, onde o identificador da conexa˜o se relaciona com
o identificador de channel. Para representar as regras da comunicac¸a˜o, protocol
identifica o protocolo para cada conexa˜o utilizando o mesmo identificador de conexa˜o
e canal. Tudo isso e´ garantido por um predicado que define uma func¸a˜o f , cujo
retorno e´ a entidade, o canal e o protocolo de qualquer comunicac¸a˜o sendo realizada.
Figura 4.7: Comunicac¸a˜o e conexo˜es entre entidades
O tipo ba´sico Protocol define as regras para a comunicac¸a˜o. Em outras pala-
vras, define o sincronismo entre as entidades, como enviar e receber dados por um
canal de comunicac¸a˜o, o pre´ e po´s-processamento entre as comunicac¸o˜es. Atrave´s
desse tipo, e´ poss´ıvel simular qualquer protocolo de comunicac¸a˜o entre entidades
ub´ıquas. Na˜o foram estabelecidos protocolos padro˜es, logo todo protocolo deve ser
criado pelo responsa´vel pela simulac¸a˜o. Com o tempo, espera-se criar uma biblioteca
com protocolos para reutilizac¸a˜o nas simulac¸o˜es.
A especificac¸a˜o de Entity na˜o pode ser utilizada diretamente, ela apenas define
as caracter´ısticas comuns das entidades. Para utilizar os dispositivos ub´ıquos na
simulac¸a˜o e´ necessa´rio conhecer maiores detalhes de suas especificac¸o˜es. As pro´ximas
subsec¸o˜es apresentam os modelos espec´ıficos das entidades para instanciac¸a˜o.
4.6.1 Sensores
Sensor e´ a designac¸a˜o comum dada aos dispositivos que percebem e reagem de al-
guma forma a` presenc¸a de um determinado tipo de sinal. Devido aos diferentes tipos
de sinais, na˜o e´ poss´ıvel enumerar todos os sensores existentes, mas como exemplos,
pode-se citar os sensores de temperatura, umidade, luminosidade e pressa˜o.
Para especificar um sensor e´ necessa´rio entender quais sa˜o seus componentes e
como ele se comporta. Em um ambiente de computac¸a˜o ub´ıqua ha´ treˆs elementos
participando em uma interac¸a˜o de detecc¸a˜o de sinal. Os elementos sa˜o a fonte
geradora de sinal, responsa´vel por emitir um sinal (a´udio, video, calor, pressa˜o, ...),
o sinal propriamente dito e o sensor (figura 4.8).
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Figura 4.8: Percepc¸a˜o de um sinal por um sensor
A figura 4.8 ilustra a situac¸a˜o de percepc¸a˜o de um sinal por um sensor baseada
em cinco passos:
1. Uma fonte (pessoa, objeto, entidade) gera um sinal, por exemplo, ondas ele-
tromagne´ticas.
2. O sinal se propaga para uma, va´rias ou todas as direc¸o˜es.
3. O sensor detecta e reage ao sinal.
4. O estado interno do sensor e´ modificado temporariamente ou permanente-
mente.
5. O sensor alerta a mudanc¸a de estado a`s entidades interessadas.
Todos os passos anteriores sa˜o os passos referentes ao que realmente ocorre
no mundo real, exceto o item 5, pois nem sempre o sensor alerta a mudanc¸a de
estado. Em geral, ha´ processos que monitoram constantemente os estados do sensor
verificando mudanc¸as. Por questo˜es de simulac¸a˜o, vamos sempre assumir que o
sensor emite uma notificac¸a˜o de alterac¸a˜o de estado.
Baseado nesses passos e´ proposta a especificac¸a˜o para o sensor (figura 4.9).
A classe Sensor herda todas as caracter´ısticas de ModelBase e Entity. As
informac¸o˜es de forma na˜o sa˜o importantes, mas as questo˜es de identificac¸a˜o, posic¸a˜o
e comunicac¸a˜o sa˜o necessa´rias. A propriedade type especifica uma identificac¸a˜o
nume´rica para tratar sensores que reagem simultaneamente ao mesmo sinal.
Sensores so´ identificam um sinal se este estiver ao alcance de sua cobertura.
As propriedades perceptionShape e perceptionDistance definem a forma e a
distaˆncia que um determinado sensor percebe a presenc¸a de um sinal. A forma pode
ser circular, ou seja, cobre toda a regia˜o plana, pode ser omnidirecional, linear e
assim por diante.
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Sensor
Entity
type : N
perceptionShape : Shape
perceptionDistance : N
knownSignal : SignalType
internalState : P State
stateTransition : Signal 7→ (State ↔ State)
#knownSignal = 1
dom ran stateTransition ⊂ internalState
ran ran stateTransiction ⊂ internalState
Figura 4.9: Caracter´ısticas da classe Sensor
A propriedade knownSignal especifica o tipo de sinal reconhecido. Um sensor
reconhece no ma´ximo um tipo de sinal. Portanto, para reconhecer va´rios sinais
diferentes sa˜o necessa´rios o nu´mero de sensores equivalente ao nu´mero de tipos de
sinais.
Como foi discutido, um sensor ao reconhecer um sinal modifica seu estado in-
terno. Essa modificac¸a˜o e´ utilizada no modelo para notificar as entidades interes-
sadas. Para tal, ha´ duas propriedades que tratam das varia´veis internas do sensor
e da transic¸a˜o de estados ao reconhecer um sinal, as quais sa˜o internalState e
stateTransition. Essas propriedades controlam os sinais e permitem, em tempo de
simulac¸a˜o, avaliar o que esta´ ocorrendo num dado instante.
4.6.2 Atuadores
Ao contra´rio dos sensores, o atuador na˜o reconhece sinais, apenas executa ac¸o˜es
sobre objetos no ambiente. Sa˜o exemplos de ac¸o˜es executadas por atuadores: acen-
der, apagar, travar, destravar, ligar, desligar, acionar, entre outras. Todas essas
ac¸o˜es influenciam fisicamente no estado dos objetos reais do ambiente. Por exem-
plo, para travar a porta do carro, um atuador vai acionar um mecanismo, no caso
uma trava, para fisicamente alterar o estado da porta de destravada para travada.
Como os atuadores apenas executam tarefas, a descric¸a˜o de seu comportamento
se resume a dois passos:
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1. Recepc¸a˜o de um comando.
2. Execuc¸a˜o da ac¸a˜o associada ao comando.
Um atuador pode executar diversas ac¸o˜es sobre diferentes objetos. O primeiro
passo consiste na recepc¸a˜o de uma instruc¸a˜o com paraˆmetros para informar ao atu-
ador qual ac¸a˜o executar e sobre qual objeto. O segundo passo consiste em executar
a ac¸a˜o sobre o objeto, ou seja, alterar o estado interno de um objeto.
Actuator
Entity
object : P ↓Object
action : PAction
actuation : Command 7→ (Object ↔ Action)
dom ran actuation ⊆ object
ran ran actuation ⊆ action
Figura 4.10: Caracter´ısticas da classe Actuator
A classe Actuator define as propriedades object, action e actuation. A pri-
meira define o conjunto de objetos que o atuador tem acesso, a segunda define as
ac¸o˜es que o atuador pode executar e a terceira e´ uma func¸a˜o que associa um co-
mando, recebido por uma conexa˜o, a um objeto e a ac¸a˜o que modifica seu estado. A
execuc¸a˜o de uma ac¸a˜o, apesar de ser definida e executada pelo atuador, na simulac¸a˜o
sempre e´ responsabilidade do objeto, pois a mudanc¸a de estados em objetos pode
ter implicac¸o˜es sobre o mundo ub´ıquo, como foi apresentado na figura 4.4.
Ilustrando a situac¸a˜o anterior com o exemplo da porta do carro, suponha que o
atuador receba um comando lock door . Ao receber o comando, ele consulta atrave´s
da func¸a˜o actuation(lock door) e obte´m uma tupla com o objeto e a ac¸a˜o sobre
o objeto, por exemplo (carX .door , lock). Ao identificar essa tupla, ele emite um
evento para o objeto door para que o pro´prio objeto altere a varia´vel de estado para
travada. Se ha´ eventos associados ao travamento da porta, o pro´prio objeto deve
emitir um evento externo. Por exemplo, acionar um sinal sonoro para sinalizar que
a porta esta´ trancada e travada.
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4.6.3 Dispositivos
Dispositivos sa˜o os elementos que possuem capacidade de computac¸a˜o e comu-
nicac¸a˜o, os quais ao lado de sensores, atuadores e meios de comunicac¸a˜o, definem
a base tecnolo´gica para a criac¸a˜o de ambientes de computac¸a˜o ub´ıqua. Este to´pico
trata da especificac¸a˜o dos dispositivos ub´ıquos, considerando a existeˆncia de treˆs
classes de dispositivos: dispositivos embutidos, dispositivos porta´teis e dispositivos
fixos.
Independente da classe do dispositivo, ha´ duas caracter´ısticas comuns que mais
se destacam, as quais sa˜o a capacidade de se comunicar com outros dispositivos e
a capacidade de executar computac¸a˜o. A especificac¸a˜o deve definir maneiras para
que a comunicac¸a˜o e a computac¸a˜o possam ser modeladas e simuladas.
Comunicac¸a˜o significa utilizar um canal de comunicac¸a˜o, um protocolo e es-
tabelecer conexo˜es com outras entidades que tenham a mesma capacidade. Por
computac¸a˜o se entende a entrada, processamento e sa´ıda de dados. Na˜o e´ a de-
finic¸a˜o mais completa, mas abstrair dessa maneira nos permite presumir novas ca-
racter´ısticas presentes em dispositivos.
A entrada se refere ao processo de fornecer dados para o dispositivo, em espe-
cial para um processo. Os dados podem ser fornecidos por sensores, via teclado,
voz, gestos, pela rede, entre outros. O processamento se refere a`s operac¸o˜es realiza-
das sobre os dados de entrada. Essas operac¸o˜es sa˜o definidas e programadas para
atender as necessidades do usua´rio. A sa´ıda e´ o resultado obtido apo´s o proces-
samento. As sa´ıdas podem ser apresentadas na tela, papel, atrave´s de a´udio e/ou
v´ıdeo, transmitidas pela rede, entre outros.
Avaliando a descric¸a˜o anterior, observa-se a presenc¸a de dispositivos que forne-
cem dados de entrada e dispositivos que exibem dados de sa´ıda. Esses dispositivos
devem ser levados em considerac¸a˜o na modelagem, pois atrave´s deles e´ poss´ıvel a
interac¸a˜o com os dispositivos ub´ıquos. Sa˜o exemplos desses dispositivos os teclados,
mouses, microfones, monitores, impressoras, caixas acu´sticas, entre outros.
Se ha´ processamento em dispositivos ub´ıquos, ha´ processos. Os processos contro-
lam um conjunto finito de recursos e executam processamento sobre os dados. Por
sua vez, ha´ varia´veis de estado que definem o estado atual do dispositivo e podem
ser alteradas por processos ou por eventos. Processos podem armazenar e recuperar
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informac¸o˜es internas ao dispositivo, logo temos que considerar a existeˆncia de uma
memo´ria. A memo´ria pode ser vola´til ou permanente.
Considerando essas questo˜es, a especificac¸a˜o da classe Device propo˜e um mo-
delo gene´rico de dispositivo, onde essas questo˜es sa˜o abordadas de maneira simpli-
ficada, acomodando os principais requisitos e visando a simulac¸a˜o.
Device
Entity
[InputDevice,OutputDevice]
pid ,mid : N
model : Text
input : P InputDevice
output : POutputDevice
entry : InputDevice 7→ PData
exit : OutputDevice 7→ PData
process : pid 7→ Process
aliveProcess : P(Process)
state : P State
stateTransition : Event 7→ (State ↔ State)
memory : PData
addressMemory : mid 7→ Data
event : PEvent
eventMap : Event 7→ PDevice
input = dom entry
output = dom exit
aliveProcess = ran process
dom ran stateTransition ⊆ state
ran ran stateTransition ⊆ state
memory = ran addressMemory
event = dom eventMap
Figura 4.11: Caracter´ısticas da classe Device
A classe Device herda as propriedades da classe Entity, consequ¨entemente
todo o modelo de comunicac¸a˜o especificado e´ va´lido para o dispositivo. Na˜o ha´
necessidade de adicionar novas propriedades para tratar da comunicac¸a˜o, pois todos
os elementos classificados como entidades se comunicam entre si, logo a compatibi-
lidade e´ mantida. Uma outra importante heranc¸a e´ o tipo ba´sico Process. Esse
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tipo na˜o foi utilizado nas especificac¸o˜es das entidades anteriores, pore´m desempenha
um importante papel para os dispositivos. Um processo representa um conjunto de
ac¸o˜es que sa˜o realizadas sobre os dados. Para realizar essas ac¸o˜es o processo possui
caracter´ısticas tais como registradores, estado, prioridade, escalonamento, atributos,
blocos de informac¸a˜o, acesso a recursos, entre outros. Para modelagem e simulac¸a˜o,
um processo fornece meios para o dispositivo acessar, alocar, processar e modificar
varia´veis que definem seu estado. Apesar de sua importaˆncia, o processo foi definido
como um tipo ba´sico, pois analisando a aplicac¸a˜o pra´tica do simulador, na˜o ha´ ne-
cessidade de criar uma estrutura que o represente, pois qualquer meio computacional
para simulac¸a˜o fornece processos ou threads reais.
A propriedade model e´ um ro´tulo para especificar o modelo do dispositivo.
Atrave´s desse ro´tulo e´ poss´ıvel classificar, no futuro, modelos padro˜es de empresas
reais para serem utilizados em uma implementac¸a˜o do simulador.
Os tipos ba´sicos InputDevice e OutputDevice definem os dispositivos que
fornecem entradas e sa´ıdas de dados para um dispositivo ub´ıquo. Como os dis-
positivos podem ter diversas entradas e sa´ıdas, as propriedades input e output
especificam o conjunto de dispositivos de entradas e sa´ıdas. Apenas especificar os
dispositivos na˜o e´ suficiente, pois as informac¸o˜es relevantes sa˜o os dados de entrada
e sa´ıda. As propriedades entry e exit definem uma associac¸a˜o entre os dispositi-
vos de entrada e sa´ıda com o conjunto de dados. Os dados sa˜o, nesse caso, toda a
informac¸a˜o produzida ou transmitida para esses dispositivos durante a simulac¸a˜o.
A propriedade process associa uma identificac¸a˜o u´nica a um processo, isto e´,
para obter o processo basta saber a sua identificac¸a˜o. A propriedade aliveProcess
especifica os processos que esta˜o em execuc¸a˜o, ou seja, o conjunto de processos
que esta˜o ativos. Estas propriedades apenas definem a existeˆncia de processos, na˜o
especificam nada sobre o que os processos devem fazer. Essa especificac¸a˜o e´ de
responsabilidade do projetista do modelo. Ac¸o˜es e informac¸o˜es importantes dos
processos sa˜o: criac¸a˜o de eventos e acesso a varia´veis de estado e memo´ria.
Em simulac¸a˜o, as observac¸o˜es dos acontecimentos dependem da mudanc¸a de
estado segundo a variac¸a˜o do tempo. Observar todas as varia´veis ou mesmo definir
as varia´veis de interesse e´ complexo para os dispositivos, principalmente se estiverem
encapsuladas em processos. Para flexibilizar o modelo, as varia´veis de estados sa˜o
definidas atrave´s do tipo ba´sico State. A propriedade state define o conjunto dessas
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varia´veis e a propriedade stateTransition define como as alterac¸o˜es sobre essas
varia´veis devem ocorrer. As varia´veis de estados podem ser modificadas apenas por
eventos, sejam eles internos, produzidos por processos, ou externos, recebidos atrave´s
de alguma conexa˜o. Uma outra vantagem em definir essas varia´veis independentes
e´ a possibilidade de representac¸a˜o de um recurso. Uma varia´vel, por exemplo, pode
representar um visor (display) de celular.
Ale´m das varia´veis de estados, a memo´ria e´ um outro recurso para armazenar e
recuperar valores. As propriedades memory e addressMemory especificam essa
caracter´ıstica. No modelo, a mesma memo´ria e´ usada para armazenamento perma-
nente ou vola´til. A propriedadememory representa todos os dados armazenados na
memo´ria e a propriedade addressMemory permite recuperar esses dados atrave´s
de um identificador. Na simulac¸a˜o, a memo´ria e´ importante para prover aos pro-
cessos um espac¸o para trabalhar com os dados de entrada e sa´ıda, e para gerenciar
algumas varia´veis internas do processo.
Para completar o modelo, ha´ duas propriedades para tratar os eventos. A propri-
edade event descreve o conjunto de eventos gerados pelo dispositivo. Todo evento
gerado deve fazer parte deste conjunto. A propriedade eventMap mapeia os even-
tos para os dispositivos interessados. Portanto, todo dispositivo que tem interesse
em um evento remoto, deve se registrar ao dispositivo que origina o evento para ser
notificado. Apesar desse relacionamento, os eventos em geral, sa˜o de interesse de
algum dos processos do dispositivo. A especificac¸a˜o na˜o aborda como o processo faz
uso desse evento. A princ´ıpio, os processos esta˜o monitorando os estados e, a partir
da mudanc¸a, eles executam ac¸o˜es sobre as varia´veis e os recursos.
A classe Device define as caracter´ısticas comuns para os dispositivos, pore´m ela
na˜o e´ utilizada diretamente. Suas propriedades e comportamentos sa˜o a base para
a definic¸a˜o das treˆs classes de dispositivos, conforme a heranc¸a visualizada na figura
4.1.
Os dispositivos embutidos sa˜o embutidos em objetos, aparelhos eletroˆnicos, ele-
trodome´sticos, roupas, carros, e assim por diante. Suas caracter´ısticas e compor-
tamentos esta˜o associados a controle e a execuc¸a˜o de tarefas. Em determinadas
situac¸o˜es age como um atuador, mas sempre se referindo a operac¸o˜es digitais, como
por exemplo, corrigir o alarme do relo´gio atrave´s de um comando de voz. Por es-
tar fixo em objetos, o dispositivo embutido pode ter a caracter´ıstica de mobilidade,
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EmbeddedDevice
Device
embeddedIn : Object
PortableDevice
Device
owner : Person
FixedDevice
Device
space : Space
Figura 4.12: Caracter´ısticas das classes EmbeddedDevice, PortableDevice e
FixedDevice
como no caso de um automo´vel ou roupas. Nesse caso, tratar as questo˜es de loca-
lizac¸a˜o e´ importante, pois a localizac¸a˜o e´ esta´tica com relac¸a˜o a quem transporta,
mas para o ambiente e´ dinaˆmica. Logo, a posic¸a˜o deve ser informada baseada na
localizac¸a˜o do elemento mo´vel, seja uma pessoa ou um carro.
A classe EmbeddedDevice define um dispositivo embutido baseado em he-
ranc¸a de Device e na propriedade una´ria embeddedIn, que especifica onde ele
esta´ embutido. Pela especificac¸a˜o se observa que um dispositivo embutido pode
estar associado somente a um u´nico elemento e este elemento deve ser um objeto.
Apesar dessa associac¸a˜o, ele possui capacidade de computac¸a˜o e comunicac¸a˜o para
estabelecer conexo˜es com outras entidades.
Os dispositivos porta´teis sa˜o os dispositivos que se aproximam dos microcompu-
tadores e sa˜o porta´teis, como os celulares, palmtops, notebooks, pdas, e assim por
diante. Esses dispositivos possuem sistema operacional e interfaces gra´ficas mais
avanc¸ados, um nu´mero maior de perife´ricos e portas de comunicac¸a˜o, entre outros.
A localizac¸a˜o e´ sempre dependente de quem os transporta, em geral, uma pessoa,
pois sa˜o para uso pessoal e privado. As interac¸o˜es com outros dispositivos sa˜o, em
sua maioria, dependentes das operac¸o˜es definidas pelos programas e suas interfaces,
seja digital ou por boto˜es. Devido a essa complexidade, o manuseio do disposi-
tivo ocorre em uma posic¸a˜o fixa, pois a pessoa necessita estar parada para prestar
atenc¸a˜o na atividade sendo desempenhada. Ha´ duas questo˜es cruciais para esses
dispositivos, a comunicac¸a˜o e a bateria. A comunicac¸a˜o permite a interac¸a˜o com o
mundo ub´ıquo, esteja a entidade parada ou em movimento. Como esses dispositivos
desempenham os principais pape´is entre a comunicac¸a˜o do ambiente com as pes-
soas, o gerenciamento da comunicac¸a˜o torna-se destaque no presente e mais ainda
no futuro. A bateria e´ a principal fonte de energia para manter esses dispositivos
ligados; se na˜o ha´ energia, o dispositivo na˜o tem como funcionar.
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A classe PortableDevice define um dispositivo porta´til baseado em heranc¸a
de Device e na propriedade una´ria owner, que especifica o dono do dispositivo.
Essa propriedade demonstra explicitamente o cara´ter pessoal e privado do disposi-
tivo porta´til. Com isso, associa-se o dispositivo a uma pessoa e as informac¸o˜es de
localizac¸a˜o podem ser obtidas consultando o portador do dispositivo. A classe na˜o
aborda o controle de energia, mas ha´ mecanismos no modelo para gerenciar essa
questa˜o. As interfaces podem ser definidas por varia´veis de estado e o acesso pode
se dar atrave´s de eventos.
Os dispositivos fixos sa˜o os dispositivos com mais alto grau de computac¸a˜o e co-
municac¸a˜o, tais como os computadores, servidores, clusters, entre outros. Devido ao
seu porte se encontram em posic¸o˜es fixas no ambiente e necessitam de alimentac¸a˜o
constante de energia. Essas entidades participam como provedores de servic¸os, au-
xiliares de computac¸a˜o, gerenciadores de ambientes, suporte para protocolos de co-
municac¸a˜o, entre outros. Na modelagem, a preocupac¸a˜o esta´ em garantir que esses
servic¸os possam ser atendidos e estabelecer a localizac¸a˜o desses dispositivos.
A classe FixedDevice define um dispositivo ou estac¸a˜o fixa baseada em he-
ranc¸a de Device e na propriedade una´ria space, que indica em qual espac¸o do
ambiente a estac¸a˜o se encontra. A classe na˜o acrescenta nenhuma outra propri-
edade ou caracter´ıstica especial, pois a heranc¸a fornece todo o suporte necessa´rio
para a programac¸a˜o da comunicac¸a˜o e computac¸a˜o dessas estac¸o˜es.
4.7 Comunicac¸a˜o
A comunicac¸a˜o e´ uma questa˜o cr´ıtica e complexa de ser abordada em modelos de
simulac¸a˜o. Ha´ muitos simuladores que tratam especificamente dessa questa˜o, como
exemplo, o NS-21. Conforme definido nos objetivos, essa dissertac¸a˜o na˜o considera
o modelo de comunicac¸a˜o como essencial, pois esta´ concentrada na modelagem e
interac¸a˜o das entidades. Contudo, toda interac¸a˜o entre dispositivos acontece atrave´s
de um canal de comunicac¸a˜o. Prover um modelo, mesmo simplificado, implica em
estabelecer o meio f´ısico, os protocolos e as conexo˜es entre as entidades.
A classe Entity define para uma entidade a relac¸a˜o entre o meio f´ısico, protocolo
e conexa˜o. O meio f´ısico e´ especificado atrave´s da classeCommunicationChannel,
1http://www.isi.edu/nsnam/ns
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o protocolo pelo tipo ba´sico Protocol e a conexa˜o por um apontamento para uma
entidade.
O meio f´ısico se refere ao canal de comunicac¸a˜o f´ısico e ao tipo de comunicac¸a˜o
empregada. Em ambientes de computac¸a˜o ub´ıqua a maior parte das comunicac¸o˜es
sa˜o por meios sem fio e os tipos mais empregados sa˜o ondas de ra´dio e infravermelho.
Conforme o canal e o tipo ha´ diversos paraˆmetros a serem considerados, como exem-
plo interfereˆncias, alcance, taxa de transmissa˜o, entre outros. Esses paraˆmetros sa˜o
importantes para a simulac¸a˜o, pois interferem sobre o ambiente e no comportamento
das pessoas. Por exemplo, se uma comunicac¸a˜o de um celular na˜o e´ realizada por
uma interfereˆncia em determinado local, a pessoa que esta´ fazendo a ligac¸a˜o pode
se mover para outro lugar ou desistir da chamada.
Como o modelo de comunicac¸a˜o para a simulac¸a˜o e´ simplificado, as questo˜es
quanto a`s camadas das diferentes tecnologias sa˜o descartadas. Simuladores tradi-
cionais contemplam a especificac¸a˜o de camadas, tais como a camada de acesso ao
meio, e a pilha de protocolos especificados por estas camadas. O modelo se con-
centra somente em identificar o canal e inserir restric¸o˜es de comunicac¸a˜o. A classe
CommunicationChannel especifica as propriedades e as restric¸o˜es para descrever
a comunicac¸a˜o entre duas entidades.
CommunicationChannel
CommunicationConstraints : {Interference,Delay ,Obstruction,
Noise,DataLost , Synchronization,DeniedAccess , ...}
physicalChannel : {infrared , radio, opticalfiber , satellite, ...}
source : ↓Entity
target : P ↓Entity
propagation : Shape
range : N
transmissionRate : R1
frequency : R1
constraints : PCommunicationConstraints
Figura 4.13: Caracter´ısticas da classe CommunicationChannel
A propriedade physicalChannel define o tipo de canal. Sua func¸a˜o e´ apenas
descritiva, mas pode ser utilizada para implicitamente definir os limites inerentes
ao canal. Por exemplo, se o canal e´ infravermelho e um elemento qualquer obs-
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trui a passagem do feixe entre o emissor e o receptor, temos uma interfereˆncia na
transmissa˜o.
Em um processo de comunicac¸a˜o ha´ no mı´nimo duas entidades, o transmissor e
o receptor. O transmissor envia a mensagem e o receptor recebe atrave´s do canal
de comunicac¸a˜o. Ha´ a possibilidade de enviar mensagens por difusa˜o, seja para um
grupo (multicast) ou para todos (broadcast). Nesse caso, temos um transmissor e
diversos receptores. As propriedades source e target definem, respectivamente, o
emissor e o conjunto de receptores de mensagens. Em muitos casos na˜o ha´ como de-
finir os receptores, pois ha´ uma constante entrada e sa´ıda de entidades no per´ımetro
das transmisso˜es.
As propriedades propagation, range, transmissionRate e frequency defi-
nem as caracter´ısticas da comunicac¸a˜o. A primeira especifica a forma de propagac¸a˜o
do sinal (ex.: circular, omnidirecional, retil´ınea). A segunda especifica o alcance do
sinal e em conjunto com a anterior define a regia˜o de cobertura. A terceira especifica
a taxa de transmissa˜o, isto e´, quantas unidades de dados sa˜o transmitidas por uni-
dade de tempo. Pode ser utilizada para estimar o tempo de durac¸a˜o de uma conexa˜o
e transmisso˜es na˜o completadas. A quarta especifica a frequ¨eˆncia do canal (ex.: 2.4
Ghz) e pode ser utilizada para verificar restric¸o˜es definidas para a frequ¨eˆncia.
Um diferencial abordado por esse modelo e´ quanto a`s questo˜es de interfereˆncia.
O tipo ba´sico CommunicationConstraints define um conjunto de poss´ıveis res-
tric¸o˜es ou problemas que podem ocorrer nas comunicac¸o˜es devido a fatores externos,
como chuva, ou internos, como pol´ıticas de seguranc¸a. Essas restric¸o˜es sa˜o represen-
tadas pela propriedade constraints, que permite definir um conjunto de valores para
especificar quais os problemas e a interfereˆncia total na comunicac¸a˜o. Sa˜o exemplos
de problemas definidos nesse conjunto as interfereˆncias, atrasos, obstruc¸o˜es, ru´ıdos,
perda de pacotes, sincronizac¸a˜o, acesso negado, e assim por diante.
O protocolo se refere ao protocolo de rede, ou seja, o conjunto de regras e
convenc¸o˜es para comunicac¸a˜o entre dispositivos em rede. O tipo Procotol apenas
especifica sua existeˆncia, pore´m na˜o detalha como deve ser inserido e implementado
nos modelos para simulac¸a˜o. No presente modelo, toda comunicac¸a˜o deve possuir
um protocolo; este protocolo deve especificar as mensagens e todas as convenc¸o˜es
de formatac¸a˜o e troca dessas mensagens. Por exemplo, considere um protocolo em
alto n´ıvel para estabelecer uma conexa˜o, enviar um dado e finalizar a comunicac¸a˜o
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(figura 4.14).
Figura 4.14: Protocolo simples para trocas de mensagens
Seja A a entidade emissora e B a entidade receptora. Os comandos CONNECT,
LISTEN, SEND, RECEIVE e CLOSE representam os comandos para solicitar co-
nexa˜o, aguardar conexa˜o, enviar dados, receber dados e finalizar. O protocolo da
entidade A e´ representado pela sequ¨eˆncia de comandos CONNECT, prepare, SEND
e CLOSE. O protocolo da entidade B e´ representado pela sequ¨eˆncia de comandos
LISTEN, RECEIVE, use. O comando prepare representa um pre´-processamento dos
dados e o comando use um po´s-processamento dos dados. Baseado nesse exemplo,
verifica-se a viabilidade para modelar e simular os protocolos de comunicac¸a˜o, desde
que sejam estabelecidas as regras e convenc¸o˜es para o seu uso.
Em um sistema computacional as conexo˜es utilizam abstrac¸o˜es conhecidas como
portas para estabelecer uma comunicac¸a˜o com o sistema. Na especificac¸a˜o e´ utili-
zada uma abordagem similar, onde valores nume´ricos representam as conexo˜es. A
principal diferenc¸a e´ que os valores na˜o sa˜o padro˜es, isto e´, na˜o ha´ uma porta especi-
fica para se conectar e iniciar um protocolo de comunicac¸a˜o. O controle de conexo˜es
e´ atrave´s de um incremento simples e aloca a pro´xima porta livre para a conexa˜o.
Apesar das classes Entity e CommunicationChannel especificarem as pro-
priedades para representar e controlar as comunicac¸o˜es, elas na˜o sa˜o suficientes re-
presentar as comunicac¸o˜es ativas e para o pro´prio gerenciamento de uma simulac¸a˜o.
Devido as diversas comunicac¸o˜es simultaˆneas e a descentralizac¸a˜o de controle, na˜o e´
poss´ıvel observar quais sa˜o as comunicac¸o˜es ativas e se ha´ interfereˆncias ou proble-
mas entre elas. Outra careˆncia e´ a limitac¸a˜o de estabelecer restric¸o˜es de comunicac¸a˜o
somente ao canal de comunicac¸a˜o. Em ambientes reais, as interfereˆncias podem es-
tar associadas a regio˜es geogra´ficas, por exemplo, regio˜es com tune´is, montanhas,
poluic¸a˜o, entre outras.
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CommunicationController
activeEntities : P ↓Entity
activeChannels : PCommunicationChannel
connections : CommunicationChannel × ↓Entity
area : P Shape
restrictArea : Shape 7→ CommunicationChannel .Constraints
activeEntities = ran connections
activeChannels = dom connections
area = dom restrictArea
Figura 4.15: Caracter´ısticas da classe CommunicationController
Para auxiliar nessas questo˜es, a classe CommunicationController (figura
4.15) especifica propriedades para centralizar o controle e expandir a possibilidade de
restric¸a˜o sobre as comunicac¸o˜es. As propriedades activeEntities e activeChan-
nels especificam as entidades e os canais ativos em um dado instante. A propriedade
connections associa as entidades e os canais. Por meio dessa propriedade e´ poss´ıvel
averiguar a ocupac¸a˜o dos canais pelas entidades e acompanhar as trocas de men-
sagens nas comunicac¸o˜es ativas. As propriedades area e restrictArea definem as
regio˜es com restric¸o˜es ou bloqueio de comunicac¸a˜o.
4.8 Eventos e Sinalizac¸o˜es
Eventos sa˜o acontecimentos ou ocorreˆncias. Do ponto de vista tecnolo´gico, apli-
cado a sistemas computacionais, e´ uma ac¸a˜o iniciada por um usua´rio ou pelo pro´prio
sistema. Sa˜o exemplos cla´ssicos os eventos de pressionar as teclas ou algum bota˜o
em uma interface e eventos baseados em tempo. Sinalizac¸a˜o e´ o uso de sinais para
expressar adverteˆncias ou para possibilitar o conhecimento, reconhecimento ou pre-
visa˜o de alguma coisa. Os sinais podem ser qualquer unidade que, em conformi-
dade com as regras de um co´digo, compo˜em uma mensagem para transmitir ordens,
not´ıcias, avisos ou informac¸o˜es em geral.
Na especificac¸a˜o, os recursos de eventos e sinalizac¸o˜es sa˜o utilizados para diferen-
ciar e facilitar a compreensa˜o do conteu´do de mensagens trocadas entre os elementos
em cena´rios de computac¸a˜o ub´ıqua, pois ha´ diversas comunicac¸o˜es simultaˆneas sendo
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realizadas, ocasionando frequ¨entes e excessivas trocas de mensagens e, consequ¨ente-
mente, complicando a transmissa˜o de mensagens que possuem semaˆntica de controle,
ordem ou notificac¸a˜o.
Os cena´rios reais apresentam muitos tipos de comportamentos que devem ser
modelados e entendidos como eventos ou sinais em simulac¸a˜o. Por exemplo, a per-
cepc¸a˜o de uma imagem por uma caˆmera. Todos os elementos f´ısicos possuem uma
imagem; na˜o e´ interessante simular uma caˆmera que gere uma imagem para todas
as entidades, mas que a imagem seja enviada para a caˆmera pela entidade que a
originou. Ale´m de aproximar do que realmente esta´ acontecendo, evita problemas
de excesso de carga para determinados elementos. Outra situac¸a˜o, o te´rmino de um
processo que interessa a outros dispositivos. Na˜o e´ interessante a verificac¸a˜o cons-
tante do processo pelos dispositivos, mas sim a notificac¸a˜o aos interessados quando
o processo termina. Temos ainda os eventos ou sinais que representam ordem, ou
seja, sa˜o comandos para a execuc¸a˜o de uma determinada tarefa. Comandos sa˜o
usados para o controle e, em ambientes reais, podem significar controle em tempo
real. Logo, verifica-se a relevaˆncia desse tipo de notificac¸a˜o.
Baseados nesses casos, o modelo apresenta uma classificac¸a˜o dos eventos e si-
nalizac¸o˜es em treˆs classes. As classes representam respectivamente sinais, eventos
e comandos. Nesse caso, sinais sa˜o informac¸o˜es emitidas por qualquer elemento
do mundo ub´ıquo; eventos sa˜o notificac¸o˜es emitidas por entidades, em especial, os
dispositivos; e comandos sa˜o ordens e paraˆmetros para modificar o estado de objetos.
Apesar da divisa˜o, ha´ caracter´ısticas comuns a todo tipo de evento ou sinal. A
classe Trigger representa essas caracter´ısticas e constitui a base para as treˆs classes
espec´ıficas de sinalizac¸o˜es.
Trigger
identification : N
contents : PProperties
∀ x , y : identification • x 6= y
Disparate
[abstract operation]
Figura 4.16: Caracter´ısticas da classe Trigger
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A propriedade identification e´ uma representac¸a˜o u´nica para todo tipo de
evento ou sinal. Atrave´s dessa identificac¸a˜o e´ poss´ıvel identificar e controlar os even-
tos disparados. A propriedade contents e´ uma representac¸a˜o do conteu´do transmi-
tido. Devido a` diversidade dos eventos gerados, as informac¸o˜es sa˜o representadas
por um conjunto de relac¸o˜es entre ro´tulos e dados. Por exemplo, um evento que
deseja transmitir uma identificac¸a˜o de emissor, um co´digo nume´rico e uma figura,
utilizaria a seguinte estrutura:
(source, device x ), (code, 2564), (image, img .jpg)
Conforme apresentado, ha´ treˆs classes que herdam as caracter´ısticas de Trigger:
Signal, Event e Command. Pore´m, antes de apresentar individualmente cada
uma e´ necessa´rio definir duas classes auxiliares, que sa˜o as classes SignalType
e EventType. Estas classes definem uma classificac¸a˜o para cada tipo de sinal e
evento. Elas apresentam duas propriedades que descrevem o evento em func¸a˜o de
valor nume´rico e uma descric¸a˜o textual de seu significado. Desse modo, na˜o ha´
limitac¸o˜es em definir qualquer tipo de evento. Por exemplo, para definir um sinal de
v´ıdeo, podemos simplesmente definir “1” e “v´ıdeo” como os valores das propriedades.
Sinais sa˜o emitidos por todo e qualquer elemento que faz parte de um ambiente
de computac¸a˜o ub´ıqua. Uma definic¸a˜o especifica para o modelo e´ definir sinais
como qualquer tipo de informac¸a˜o que pode ser reconhecida por um sensor. A
classe Signal define a estrutura para modelar os sinais e suas propriedades.
Signal
Trigger
[SignalConstraints ]
type : SignalType
source : ↓ModelBase
target : P Sensor
propagation : Shape
range : N
constraints : SignalConstraints
Figura 4.17: Caracter´ısticas da classe Signal
A propriedade type define o tipo de sinal baseada nas especificac¸o˜es de Sig-
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nalType. As propriedades source e target definem a origem do sinal e os prova´veis
receptores, isto e´, quem pode acessar o conteu´do. Os receptores devem ser definidos
dinamicamente, pois conforme a localidade da entidade ha´ um nu´mero espec´ıfico
de sensores que se interessam pelo sinal. As propriedades propagation e range
definem a a´rea de propagac¸a˜o do sinal. Atrave´s dessas propriedades se verifica quais
sensores podem perceber o sinal em uma dada localizac¸a˜o e momento. A propriedade
constraints permite definir restric¸o˜es para a emissa˜o de um sinal. Por exemplo,
uma imagem captada por uma caˆmera deve estar no foco da caˆmera, logo na˜o pode
ter objetos entre a fonte emissora e o sensor. No caso de um sensor de a´udio esse tipo
de restric¸a˜o na˜o e´ va´lido, mas uma restric¸a˜o de interfereˆncia por ru´ıdo poderia ser
definida. Os sinais na˜o utilizam os canais de comunicac¸a˜o definidos para entidades,
por isso as restric¸o˜es sa˜o controladas pelo tipo ba´sico SignalConstraints.
Eventos sa˜o emitidos somente por entidades, logo seu escopo e´ muito mais res-
trito que sinais. Os eventos se referem sempre a dados digitais, isto e´, os eventos
sempre se referem a acontecimentos que produzem reac¸o˜es em estados de um disposi-
tivo computacional. A sua propagac¸a˜o sempre ocorre por um canal de comunicac¸a˜o.
A classe Event define a estrutura para modelar os eventos e suas propriedades.
Event
Trigger
type : EventType
source : ↓Device
target : P ↓Device
Figura 4.18: Caracter´ısticas da classe Event
A propriedade type define o tipo de evento baseada nas especificac¸o˜es da classe
EventType. A propriedade source especifica a origem do evento, na maioria das
vezes um dispositivo. A propriedade target especifica quais os dispositivos notifi-
cados da ocorreˆncia do evento. Neste caso, os dispositivos devem estar registrados
para serem notificados. No caso de um sensor emitir um evento para um dispositivo,
e´ utilizada a lista de conexo˜es do sensor para notificar os dispositivos interessados.
Comandos sa˜o emitidos por entidades e representam uma ordem. No modelo,
comandos sa˜o definidos como ordens para disparar ac¸o˜es que modificam o estado de
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objetos. A classe Command define a estrutura para modelar os comandos e suas
propriedades.
Command
Trigger
source : ↓Entity
target : PActuator
sintaxe : Data
parameters : PData
sintaxe ∈ ran contents
parameters ⊂ ran contents
Figura 4.19: Caracter´ısticas da classe Command
A classe define as propriedades source e target para representar a origem e o
destino dos comandos. O destino sempre e´ um atuador, pois somente um atuador
pode mudar o estado de um objeto e contempla em sua especificac¸a˜o propriedades
para associar comandos a ac¸o˜es. As propriedades sintaxe e parameters definem
o comando e seus paraˆmetros. Elas sa˜o definidas para facilitar a recuperac¸a˜o dos
dados na propriedade contents da classe Trigger. Por exemplo, para enviar o
comando lock door, com o paraˆmetro 30 degrees, torna-se mais simples especificar
diretamente nessas propriedades.
4.9 Localizac¸a˜o
A sec¸a˜o 2.6.3 define a localizac¸a˜o como uma questa˜o crucial em ambientes de
computac¸a˜o ub´ıqua. Atrave´s da informac¸a˜o de localizac¸a˜o das pessoas, objetos e
entidades, os ambientes gerenciam os recursos e as interac¸o˜es entre os elementos
presentes nos espac¸os. Para o modelo, a informac¸a˜o de localizac¸a˜o deve suportar as
caracter´ısticas definidas para ambientes reais e, ainda, fornecer mecanismos pra´ticos
para gerenciar essa informac¸a˜o.
Independente do elemento, se ele ocupa um lugar no espac¸o, ele tem uma posic¸a˜o
no mundo. A classeModelBase define uma propriedade para representar a posic¸a˜o
absoluta nesse mundo. O mundo, nesse caso, refere-se ao ambiente de computac¸a˜o
ub´ıqua ou cena´rio modelado. A posic¸a˜o absoluta permite localizar, atrave´s de uma
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grade global de refereˆncia, qualquer elemento em um ponto no ambiente. Todos
os elementos f´ısicos teˆm essa propriedade, pois todos sa˜o especializac¸o˜es da classe
ModelBase. Do ponto de vista de aplicac¸a˜o do modelo, e´ atrave´s da posic¸a˜o
absoluta que os elementos sa˜o dispostos nos cena´rios. Ao inserir um elemento, a
propriedade position define um ponto no espac¸o para representar a localizac¸a˜o
base de um objeto. Devido a` impossibilidade de dois corpos ocuparem a mesma
posic¸a˜o em um instante de tempo comum, o modelo compreende uma restric¸a˜o para
garantir a unicidade de localizac¸a˜o.
Apesar da posic¸a˜o absoluta garantir a localizac¸a˜o de qualquer elemento, ha´ mo-
delos e simulac¸o˜es que necessitam de sistemas de localizac¸a˜o mais pra´ticos. Por
exemplo, a simulac¸a˜o de uma aplicac¸a˜o de controle de laˆmpadas onde identificado
os coˆmodos sem a presenc¸a de pessoas, as laˆmpadas sa˜o apagadas para economizar
energia. Nessa aplicac¸a˜o, e´ necessa´rio obter informac¸a˜o de identificac¸a˜o do coˆmodo
que se encontra a pessoa. Para tal, seria necessa´rio recuperar a informac¸a˜o de posic¸a˜o
absoluta da pessoa, recorrer a` grade global e identificar o coˆmodo que agrega tal
posic¸a˜o. Para resolver esse problema, o modelo apresenta a classe SymbolicLoca-
tion, uma estrutura para representar posic¸o˜es simbo´licas e abstratas.
SymbolicLocation
place : Space
point : N× N× N
Figura 4.20: Caracter´ısticas da classe SymbolicLocation
A propriedade place representa o espac¸o onde um elemento se encontra e a
propriedade point define um ponto baseado na grade de refereˆncia espacial do local.
Consultando a primeira propriedade, a recuperac¸a˜o de localizac¸a˜o para aplicac¸o˜es
que necessitam apenas de informac¸o˜es abstratas se torna eficaz e eficiente, pois na˜o
e´ necessa´rio recorrer a ca´lculos para definir a localizac¸a˜o.
Mesmo utilizando ambas as localizac¸o˜es, absoluta ou simbo´lica, ha´ outras aplica-
c¸o˜es que precisam de outro tipo de sistema de localizac¸a˜o. Por exemplo, suponha
duas pessoas portando seus dispositivos ub´ıquos e em movimento constante. Uma
comunicac¸a˜o e´ iniciada entre seus dispositivos para trocas de informac¸o˜es, logo os
dispositivos devem dispor da localizac¸a˜o e distaˆncia entre eles. Com a localizac¸a˜o
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absoluta e´ simples calcular a distaˆncia atrave´s da equac¸a˜o de distaˆncia entre dois
pontos. Entretanto, na˜o e´ simples manter a refereˆncia entre os dois dispositivos e
a orientac¸a˜o, isto e´, verificar se eles esta˜o alinhados. Com a localizac¸a˜o simbo´lica
na˜o ha´ como solucionar o problema. Considerando as situac¸o˜es que necessitam
de ca´lculo de posic¸a˜o com relac¸a˜o a outro elemento, o modelo apresenta a classe
RelativeLocation, uma estrutura para representar posic¸a˜o e orientac¸a˜o relativa
entre elementos.
RelativeLocation
toObject : ↓ModelBase
orientation : Direction
distance : N
Figura 4.21: Caracter´ısticas da classe RelativeLocation
A propriedade toObject indica o elemento base para a refereˆncia. O elemento
base e´ uma associac¸a˜o direta para a localizac¸a˜o, se ele for removido ou na˜o participar
mais das interac¸o˜es, a associac¸a˜o deve ser desfeita. A propriedade orientation
especifica a orientac¸a˜o do elemento com relac¸a˜o ao elemento base. Pode assumir os
valores definidos por Direction, por exemplo, norte, sudeste, sul. A propriedade
distance especifica a distaˆncia entre os dois elementos.
A localizac¸a˜o absoluta e´ obrigato´ria para todos os elementos. A localizac¸a˜o
simbo´lica e a relativa sa˜o facultativas e podem ser utilizadas em conjunto. A classe
Location define a estrutura para combinar e aplicar as localizac¸o˜es.
Location
symLocation : SymbolicLocation
relLocation : seqRelativeLocation
Figura 4.22: Caracter´ısticas da classe Location
A propriedade symLocation define uma localizac¸a˜o simbo´lica una´ria, pois e´
imposs´ıvel um elemento pertencer a dois espac¸os ao mesmo tempo. A propriedade
relLocation define uma estrutura para associar um elemento a diversas localizac¸o˜es
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relativas. A classe ModelBase define a propriedade na˜o obrigato´ria location que
utiliza essa estrutura.
Como e´ complexo manter a localizac¸a˜o das entidades utilizando localizac¸a˜o
simbo´lica ou relativa, todo elemento que utiliza esse tipo de localizac¸a˜o deve es-
tar registrado no controlador de localizac¸a˜o. A classe LocationController define
uma estrutura para gerenciar e manter esses elementos no sistema.
LocationController
registeredElement : P ↓ModelBase
location : ↓ModelBase 7→ Location
registeredElement = dom location
Figura 4.23: Caracter´ısticas da classe LocationController
Enquanto no mundo real, os objetos se movem e na˜o precisam se preocupar com
sua localizac¸a˜o, pois ela e´ uma implicac¸a˜o intr´ınseca da locomoc¸a˜o, em simulac¸a˜o,
esse processo implica na computac¸a˜o expl´ıcita de uma nova posic¸a˜o e, se o ambiente
for apresentado visualmente, na atualizac¸a˜o das imagens que compo˜em a visua-
lizac¸a˜o. Garantir unicidade de posic¸a˜o em uma confusa˜o como essa e´ complicado,
principalmente quando se trabalha com coordenadas no espac¸o. Por isso, na pra´tica,
e´ muito mais simples modelar e simular baseado em coordenadas planares e, em al-
gumas situac¸o˜es, desconsiderar as restric¸o˜es de posic¸a˜o. Outro ponto a considerar
e´ quanto aos dispositivos portados por pessoas ou objetos. Como a posic¸a˜o abso-
luta desses dispositivos e´ equivalente a` posic¸a˜o dos elementos que os portam, logo
na˜o e´ necessa´rio recalcular sua posic¸a˜o a todo instante, basta recorrer a posic¸a˜o do
elemento portador.
4.10 Tempo
“A u´nica raza˜o para o tempo e´ que nada acontece de uma vez.” (A. Einstein)
Em simulac¸a˜o na˜o e´ diferente, os acontecimentos ocorrem no decorrer do tempo.
A especificac¸a˜o contempla estruturas para suportar, monitorar e controlar o tempo
e os acontecimentos dependentes do tempo. Ale´m dessas questo˜es, a contabilizac¸a˜o
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do pro´prio tempo e´ uma varia´vel estat´ıstica utilizada para avaliar os resultados em
uma simulac¸a˜o.
A classe TimeStamp define uma estrutura para armazenar e representar uma
marcac¸a˜o de tempo. As propriedades date e time armazenam a data e a hora.
TimeStamp
date : Date
time : Time
Figura 4.24: Caracter´ısticas da classe TimeStamp
O conceito fundamental para o controle de tempo e´ o relo´gio de simulac¸a˜o.
O relo´gio de simulac¸a˜o registra o instante corrente e avanc¸a segundo as definic¸o˜es
para a simulac¸a˜o. Como todos os elementos esta˜o em um ambiente que representa
o mundo real, todos sa˜o dependentes desse relo´gio. O avanc¸o de uma simulac¸a˜o
ocorre com o incremento do relo´gio. Duas abordagens conhecidas sa˜o por avanc¸o de
tempo para o pro´ximo evento e avanc¸o de tempo com incremento fixo. Dependendo
do modelo simulado, define-se qual abordagem e´ mais adequada. Para simular com
avanc¸o de incremento fixo, os modelos indicados sa˜o aqueles onde quantificar os
eventos segundo a unidade de tempo e´ extensa, como no caso de protocolos de
comunicac¸a˜o. A especificac¸a˜o define um relo´gio de simulac¸a˜o, mas na˜o aborda as
questo˜es de avanc¸o.
Os eventos dependentes do tempo utilizam o relo´gio de simulac¸a˜o para dispara-
rem ou determinar seu tempo de execuc¸a˜o. No modelo, os eventos sa˜o classificados
em treˆs grupos:
• eventos perio´dicos: sa˜o os eventos disparados com uma frequ¨eˆncia definida.
Por exemplo, um evento para verificar o ga´s a cada cinco minutos.
• eventos agendados: sa˜o os eventos especificados para dispararem em data e
hora fixas. Os eventos esta˜o, na maioria dos casos, nesse grupo. Por exemplo,
desligue o forno a`s cinco horas e dez minutos, ou ainda, mova uma pessoa para
a cozinha a`s oito horas.
• eventos cronometrados: sa˜o os eventos com durac¸a˜o de execuc¸a˜o fixa. Por
exemplo, verifique as comunicac¸o˜es durante cinco minutos.
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Considerando a existeˆncia de um relo´gio de simulac¸a˜o e o controle de eventos no
tempo, a classe TimeController fornece a estrutura para modelar essas questo˜es.
TimeController
clock : TimeStamp
scheduler : TimeStamp ↔ ↓Trigger
duration : TimeStamp ↔ ↓Trigger
frequency : TimeStamp ↔ ↓Trigger
Figura 4.25: Caracter´ısticas da classe TimeController
A propriedade clock especifica o relo´gio de simulac¸a˜o. As propriedades sche-
duler, duration e frequency especificam os eventos dependentes do tempo. As
treˆs propriedades de controle de eventos no tempo se apresentam com a mesma
estrutura, pore´m o significado de suas estruturas difere. A primeira define o agen-
damento atrave´s de uma marcac¸a˜o com a data e a hora em que deve ser executado
o evento. A segunda define a durac¸a˜o de eventos atrave´s de uma marcac¸a˜o que
indica tempo de durac¸a˜o. A terceira define a frequ¨eˆncia ou per´ıodo que o evento
deve ser executado. A relac¸a˜o garante a associac¸a˜o da marcac¸a˜o de tempo com o
evento espec´ıfico. Propriedades adicionais, como por exemplo, marcar o momento
da u´ltima execuc¸a˜o de um evento perio´dico, na˜o esta˜o definidas.
A contabilizac¸a˜o estat´ıstica do tempo na˜o e´ incorporada ao modelo, pois e´ apenas
uma medic¸a˜o e registro de varia´veis. Contudo, para uma implementac¸a˜o pra´tica de
um simulador, devem ser definidas e modeladas.
4.11 Situac¸o˜es
Os acontecimentos ou eventos gerados no mundo real, ou mesmo em uma si-
mulac¸a˜o, na˜o sa˜o todos dependentes do tempo. Alguns teˆm relac¸a˜o com o tempo
apenas por executarem em um instante aleato´rio. Apesar da existeˆncia de eventos
aleato´rios, ha´ um subconjunto dependente de uma colec¸a˜o de estados de determina-
dos elementos. O termo utilizado nesse trabalho para tais eventos e´ eventos baseados
em situac¸o˜es. Formalmente, sa˜o eventos disparados quando um conjunto finito de
estados e´ atingido ou ativado e originam uma determinada situac¸a˜o.
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Uma situac¸a˜o e´ caracterizada por um estado global constitu´ıdo por estados in-
dividuais parciais dos elementos que a compo˜em. O estado individual parcial de um
elemento e´ o conjunto de propriedades va´lidas ou de interesse para uma situac¸a˜o
particular. Baseada nessa definic¸a˜o, uma situac¸a˜o e´ uma colec¸a˜o de atributos de
elementos distintos ou na˜o, cujos valores atendem aos requisitos estabelecidos para
obter a situac¸a˜o. Por exemplo, considere a situac¸a˜o para digirir um carro com se-
guranc¸a: porta fechada, motorista e os passageiros com o cinto e o motorista na˜o
deve estar alcoolizado. Essas propriedades caracterizam uma situac¸a˜o baseada nas
propriedades parciais desses elementos.
A especificac¸a˜o de situac¸o˜es permite definir ac¸o˜es, eventos e restric¸o˜es baseadas
nos estados dos elementos presentes no ambiente. A classe SituationController
e´ uma estrutura que agrega os estados de interesse de uma determinada situac¸a˜o,
associa e dispara eventos quando os estados forem ativados.
SituationalController
situation : F State 7→ ↓Trigger
y : F State | y ∈ dom situation •
(∀ x : State | x ∈ y ∧ x = true • situation(y).Disparate)
Figura 4.26: Caracter´ısticas da classe SituationController
A propriedade situation associa um conjunto finito de estados a um evento. O
predicado garante que quando o conjunto de estados for alcanc¸ado, isto e´, tornar-se
verdadeiro, o evento e´ disparado. A classe na˜o define o que e´ verdadeiro para o
conjunto de estados, isso deve ser modelado pelo projetista. No exemplo anterior,
porta fechada, passageiros com cintos e motorista na˜o alcoolizado era a condic¸a˜o
verdade. Para outras situac¸o˜es um novo conjunto de valores e´ a verdade.
4.12 Energia
O consumo de energia e´ um dos desafios para as pesquisas em computac¸a˜o
ub´ıqua. Os dispositivos com suas baterias restritas, na˜o suportam as caracter´ısticas
exigidas por muitos tipos de servic¸os e aplicac¸o˜es. Mesmo com o gerenciamento
da energia pelas camadas superiores, tais como o sistema operacional, na˜o e´ sufi-
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ciente para evitar os problemas introduzidos por essa restric¸a˜o. Esses problemas,
por sua vez, introduzem e modificam o comportamento dos elementos envolvidos em
interac¸o˜es nos ambientes ub´ıquos. Por exemplo, suponha um cena´rio com pessoas,
que pelo frequ¨ente uso de seus dispositivos para acessar qualquer informac¸a˜o, esta˜o
condicionadas e dependentes da tecnologia. Se, por acaso, essa tecnologia na˜o funci-
onar por falta de energia e o ambiente na˜o prover outros mecanismos para o acesso
da informac¸a˜o desejada, frustrac¸a˜o e comportamentos inesperados sera˜o o resultado
obtido desta experieˆncia.
O caso anterior e outros casos podem modificar o que seria o comportamento
esperado no ambiente. Este comportamento na˜o se restringe somente a pessoas,
dispositivos podem iniciar comunicac¸o˜es para troca de informac¸o˜es de autenticac¸a˜o,
por exemplo, e na˜o serem capazes de terminar o processo. Ale´m disso, a participac¸a˜o
dos dispositivos dependentes de energia para computac¸a˜o e comunicac¸a˜o nos cena´rios
onde esta˜o presentes, se na˜o estiverem com a bateria carregada, e´ nula.
Considerando essas questo˜es, a modelagem contempla uma especificac¸a˜o de um
controlador de energia para gerenciar o consumo de energia e desativar os dispositi-
vos que na˜o teˆm condic¸o˜es de participar mais da simulac¸a˜o devido a essa restric¸a˜o.
O controlador pode ser utilizado para obter estat´ısticas sobre quais dispositivos fo-
ram desativados, em qual instante e averiguar as implicac¸o˜es sobre o modelo. A
classe EnergyController apresenta a estrutura para suportar o gerenciamento de
energia.
EnergyController
device : P ↓Entity
energy : ↓Entity 7→ R
device = dom energy
∀ x : ↓Entity | energy(x ) = 0 • x .enabled = false
Figura 4.27: Caracter´ısticas da classe EnergyController
Como o controle de energia e´ de interesse para aplicac¸o˜es espec´ıficas e nem
sempre todos os dispositivos necessitam ser monitorados, a propriedade device es-
pecifica o conjunto dos dispositivos gerenciados pelo controlador. A propriedade
energy associa um dispositivo a um valor nume´rico que representa sua energia em
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um instante. Essa propriedade e´ vola´til com relac¸a˜o ao tempo e ao uso do disposi-
tivo, logo assume valores de energia diferentes no decorrer tempo. Quando a energia
atinge o valor zero, o dispositivo e´ desabilitado.
Para decrementar a energia, o modelo simulado deve ter acesso a uma tabela
com informac¸o˜es sobre a quantidade de energia despendida nas operac¸o˜es realizadas
pelo dispositivo. Esta tabela deve refletir valores que condizem com a realidade,
apesar de que suposic¸o˜es podem ser interessantes quando se esta´ desenvolvendo um
proto´tipo de dispositivo.
4.13 Espac¸o e Delimitadores
Se um corpo possui uma massa, ele ocupa um lugar no espac¸o. Espac¸os sa˜o
lugares mais ou menos bem delimitados, cujas a´reas podem conter alguma coisa
(FERREIRA, 2004). Nas sec¸o˜es anteriores foram definidos pessoas, objetos e en-
tidades; todos teˆm uma massa e esta˜o contidos em espac¸os. Essa sec¸a˜o aborda as
questo˜es de definic¸a˜o, delimitac¸a˜o, inserc¸a˜o de elementos e gerenciamento do espac¸o.
Espac¸os sa˜o elementos ba´sicos do modelo. Um espac¸o especifica um local para
conter os elementos e definir os limites para suas interac¸o˜es. Essa delimitac¸a˜o afeta os
movimentos, a comunicac¸a˜o e a computac¸a˜o. Os movimentos sa˜o restritos ao espac¸o
local e aos espac¸os conectados ou aos quais a entidade tem permissa˜o de acesso. As
comunicac¸o˜es sa˜o delimitadas ao espac¸o local quando ha´ limites que impedem ou
bloqueiem comunicac¸o˜es com elementos de espac¸os externos. As computac¸o˜es sa˜o
afetadas quando dependem da interac¸a˜o com entidades presentes em um espac¸o
espec´ıfico.
Os espac¸os sa˜o definidos atrave´s da inserc¸a˜o de delimitadores. Os delimitadores
sa˜o objetos ou marcac¸o˜es imagina´rias para especificar uma regia˜o fechada, semife-
chada, semi-aberta ou aberta. Uma regia˜o fechada na˜o possui acesso para outro
espac¸o, por exemplo, uma sala sem entradas e sa´ıdas. Uma regia˜o semifechada pos-
sui aberturas, por exemplo, uma sala de reunia˜o, com portas ou janelas, que podem
estar abertas ou fechadas. Uma regia˜o semi-aberta possui passagens para outros
espac¸os e esta˜o sempre abertas, por exemplo, um tu´nel. Uma regia˜o aberta na˜o
possui restric¸o˜es f´ısicas para acesso a outros espac¸os, por exemplo, uma prac¸a.
Considerando a figura 4.28 e as questo˜es anteriores, observa-se o uso de objetos
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Figura 4.28: Espac¸o fechado, semifechado, semi-aberto e aberto
para definir espac¸os. Esses objetos sa˜o, em sua maioria, paredes, portas e janelas.
As paredes definem os limites para o espac¸o, enquanto as portas e janelas especifi-
cam aberturas para outros espac¸os. As classes Wall, Door e Window definem as
estruturas para especificar as delimitac¸o˜es espaciais.
Wall
Object
visible : B
opaque : B
#shape = 2
Door
Object
alwaysOpened : B
stateOpened : B
opaque : B
stateOpened ∈ possibleState
#shape = 2
Window
Object
stateOpened : B
opaque : B
stateOpened ∈ possibleState
Figura 4.29: Caracter´ısticas das classes Wall, Door e Window
Todas as classes herdam de Object e definem propriedades e estados para a
especificac¸a˜o individual de cada uma. A propriedade opaque especifica opacidade:
se o objeto e´ transparente ou na˜o. A transpareˆncia influencia na visualizac¸a˜o de
espac¸os externos e nas comunicac¸o˜es. A propriedade stateOpened indica o estado
da porta ou janela como aberto ou fechado. A propriedade alwaysOpened define
uma abertura na parede e pode ser usada para representar qualquer tipo de abertura,
seja uma porta ou ate´ mesmo uma janela. A propriedade visible define se as
paredes sa˜o concretas, para definir espac¸os fechados, semifechados e semi-abertos,
ou imagina´rias, para definir espac¸os abertos.
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A posic¸a˜o dos delimitadores espaciais e´ definida atrave´s de coordenadas especifi-
cadas pela propriedade shape, herdada deModelBase. As janelas podem adquirir
qualquer forma, pore´m para paredes e portas foram definidas restric¸o˜es para a cons-
truc¸a˜o somente de formas retangulares ou quadradas. Sa˜o usados dois pontos no
espac¸o para modelar tais objetos, conforme demonstrado na figura 4.30. A coor-
denada x representa o comprimento, a coordenada y a altura e a coordenada z a
profundidade.
Figura 4.30: Coordenadas para especificar delimitadores espaciais
Devido ao mecanismo de heranc¸a, as delimitac¸o˜es podem ser redefinidas para
suportar novos tipos de estruturas de espac¸os, como por exemplo, um espac¸o circular.
Para facilitar a construc¸a˜o dos espac¸os, podem ser empregados espac¸os padro˜es,
bastando apenas redimensionar o tamanho. Como exemplos, temos os citados na
figura 4.28.
Com a definic¸a˜o de delimitadores espaciais, todos os elementos necessa´rios para
projetar um espac¸o foram abordados. A classe Space e´ a estrutura que encapsula
todos os elementos e define um espac¸o no modelo.
Space
ModelBase
name : Text
delimiters : F ↓Object
persons : FPerson
objects : FObject
entities : F ↓Entity
Figura 4.31: Caracter´ısticas da classe Space
As propriedades para definir localizac¸a˜o, tamanho, forma, entre outros sa˜o her-
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dadas de ModelBase. Tais propriedades poderiam substituir os delimitadores do
tipo parede, principalmente para espac¸os abertos. Entretanto, na˜o permitem espe-
cificar com precisa˜o propriedades da delimitac¸a˜o, como espessura e material.
Todo espac¸o possui um nome e a propriedade name e´ responsa´vel por indica´-lo.
Ha´ espac¸o cozinha, sala, quarto, escrito´rio, corredor, elevador, carro, prac¸a, e assim
por diante. O nome e´ uma refereˆncia ra´pida para o entendimento do significado
do espac¸o real. A propriedade delimiters especifica os delimitadores, ou seja, os
objetos que compo˜em os limites do espac¸o. As propriedades persons, objects e
entities indicam as pessoas, objetos e entidades contidas no espac¸o em um determi-
nado momento, visto que esses elementos podem se locomover para outros espac¸os.
Uma questa˜o importante a ser monitorada e´ a troca de espac¸o, isto e´, quanto
um elemento ultrapassa um delimitador porta. Se o elemento estiver registrado no
controlador de localizac¸a˜o, uma operac¸a˜o deve atualizar sua posic¸a˜o simbo´lica para
o novo espac¸o. O restante dos controladores tambe´m devem ser checados, pois ao
entrar em um novo espac¸o o elemento se encontra em um novo contexto. Logo, as
questo˜es dependentes de energia e situac¸a˜o podem sofrer alterac¸o˜es.
4.14 Ambiente
Um ambiente de computac¸a˜o ub´ıqua fornece computac¸a˜o e comunicac¸a˜o onipre-
sentes para o usua´rio atrave´s de dispositivos embutidos e espalhados em seu espac¸o.
Durante o decorrer da dissertac¸a˜o, o termo ambiente e´ utilizado para referenciar os
ambientes onde e´ aplicada essa filosofia. Por exemplo, uma casa, um escrito´rio, um
shopping, uma regia˜o ou ate´ mesmo um carro. Esta sec¸a˜o apresenta e discute a
caracterizac¸a˜o de ambientes na especificac¸a˜o.
Espac¸os agrupam pessoas, objetos e dispositivos, impondo os limites f´ısicos para
esses elementos. Apesar desse papel, os espac¸os possuem caracter´ısticas de posic¸a˜o e
dependeˆncia entre si, pois podem fornecer acesso a espac¸os adjacentes. O ambiente
e´ responsa´vel por agrupar e gerenciar os espac¸os no modelo. Ele representa o n´ıvel
mais alto da hierarquia de modelagem, ou seja, o n´ıvel ma´ximo de generalizac¸a˜o
de um modelo. A classe Environment especifica a estrutura para representar um
ambiente.
A propriedade name e´ um identificador para o ambiente e a propriedade space
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Environment
name : Text
space : F Space
timeController : TimeController
situationalController : SituationalController
locationController : LocationController
energyController : EnergyController
#space > 0
Figura 4.32: Caracter´ısticas da classe Environment
agrupa todos os espac¸os que compo˜em o cena´rio modelado. Um ambiente deve ser
composto no mı´nimo por um espac¸o. O ambiente especifica os controladores de
tempo, situac¸a˜o, localizac¸a˜o e energia. O controlador de tempo e´ responsa´vel por
controlar e sincronizar o relo´gio de simulac¸a˜o e para definir os eventos dependentes
do tempo. O controlador de situac¸a˜o e´ responsa´vel por registrar situac¸o˜es que
dependem de eventos de elementos presentes em espac¸os comuns ou distintos. Os
controladores de localizac¸a˜o e energia registram a localizac¸a˜o e a energia de todas
as entidades para prover com eficieˆncia acesso e controle sobre elas.
O processo de modelagem esta´ finalizado quando um ambiente e´ especificado.
Na˜o ha´ uma ordem para construir um cena´rio, mas se deve prestar atenc¸a˜o na
definic¸a˜o dos elementos, comunicac¸a˜o, associac¸o˜es, eventos e as mudanc¸as de estados
a serem atingidas atrave´s da simulac¸a˜o do modelo.
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5 Aplicac¸a˜o, Ana´lise e
Discussa˜o
Na especificac¸a˜o sa˜o apresentados e discutidos os elementos necessa´rios para a
composic¸a˜o de ambientes de computac¸a˜o ub´ıqua. Esses elementos sa˜o especificados
atrave´s da ana´lise individual de partes menores e avaliac¸o˜es de situac¸o˜es simples nos
ambientes. Atrave´s dessa metodologia e´ poss´ıvel observar as caracter´ısticas, o com-
portamento e as relac¸o˜es de cada elemento, visando o todo. Entretanto, na˜o permite
uma ana´lise concreta de um ambiente completo com diversas situac¸o˜es distintas e
simultaˆneas, e na˜o permite fazer infereˆncias mais detalhadas sobre o processo final
de modelagem e simulac¸a˜o de situac¸o˜es, principalmente as mais complexas.
Baseado nesse contexto, para verificar as aplicac¸o˜es, limitac¸o˜es, problemas e
interac¸o˜es decorrentes de um processo de modelagem e simulac¸a˜o em ambientes de
computac¸a˜o ub´ıqua, e´ necessa´rio aplicar, analisar e discutir os cena´rios originados de
ambientes reais e mais complexos. Para tal, a especificac¸a˜o definida neste trabalho
e´ utilizada como instrumento base. Com a sua aplicac¸a˜o e´ poss´ıvel na˜o somente
avaliar o cena´rio, mas o pro´prio modelo provido pela especificac¸a˜o.
Para atingir tal objetivo, sa˜o utilizados treˆs exemplos de cena´rios com diferentes
graus de complexidade e quantidade de elementos. O primeiro exemplo e´ um cena´rio
simples, com poucos elementos e interac¸o˜es. O segundo e´ um cena´rio complexo,
com diversos elementos distintos, comunicac¸o˜es e interac¸o˜es. O terceiro tambe´m
e´ complexo, mas somente algumas questo˜es sa˜o discutidas. Ao final do cap´ıtulo,
a especificac¸a˜o e´ comparada com dois projetos que trabalham com modelagem e
simulac¸a˜o.
Durante a aplicac¸a˜o da especificac¸a˜o para a modelagem dos cena´rios sa˜o con-
sideradas somente as principais caracter´ısticas dos elementos envolvidos. A raza˜o
dessa simplificac¸a˜o e´ facilitar a visualizac¸a˜o e o entendimento da aplicac¸a˜o de mo-
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delagem formal e a na˜o necessidade de representar certas caracter´ısticas para todos
os elementos. Logo, as especificac¸o˜es sa˜o aplicadas a alguns elementos e estendidas
a elementos similares, alterando somente as propriedades mais relevantes e as que
interferem nas relac¸o˜es e associac¸o˜es.
5.1 Cena´rio: Casa inteligente
A casa inteligente corresponde a um ambiente onde ha´ dispositivos de com-
putac¸a˜o ub´ıqua auxiliando o usua´rio em tarefas dome´sticas ou fornecendo comodi-
dade e conforto. Este cena´rio e´ descrito a seguir:
“Joa˜o, brasileiro, ouve seu ra´dio-relo´gio tocar a`s 05:30 da manha˜. Como de
costume, as luzes sa˜o acesas automaticamente e o barulho se interrompe apo´s 30
segundos. Tambe´m, como de costume, Joa˜o na˜o levanta e dentro de cinco minutos
o relo´gio, que ja´ se adaptou ao comportamento de Joa˜o, toca novamente, contudo
na˜o cessa ate´ que ele o desligue. Sensores na casa percebem que Joa˜o esta´ acordado
e o sistema prepara o ambiente tradicional para as manha˜s, ou seja, seu computador
e´ ligado, obte´m as not´ıcias de seu interesse, sua geladeira informa o estoque de
suprimentos, seu visor de notas exibe a agenda do dia (...) ”
Como um primeiro exemplo, esse cena´rio na˜o e´ transposto diretamente para o
modelo da especificac¸a˜o. A finalidade da aplicac¸a˜o e ana´lise desse cena´rio e´ definir
os elementos, as relac¸o˜es e os eventos, verificar se a especificac¸a˜o pode suporta´-los e
quais informac¸o˜es podem ser contabilizadas na simulac¸a˜o. O processo e´ divido em 4
fases: identificac¸a˜o dos elementos e func¸o˜es, identificac¸a˜o das relac¸o˜es e associac¸o˜es,
identificac¸a˜o dos eventos e preparac¸a˜o, medic¸a˜o e execuc¸a˜o da simulac¸a˜o.
5.1.1 Identificac¸a˜o dos elementos e func¸o˜es
Consiste em identificar os elementos, suas respectivas func¸o˜es no mundo real e
representar suas caracter´ısticas pelo modelo da especificac¸a˜o. A classe do elemento
no modelo e´ representada pela informac¸a˜o entre pareˆnteses. Todos os elementos
identificados nesse to´pico correspondem a elementos f´ısicos.
Os elementos diretamente identifica´veis observando o cena´rio sa˜o Joa˜o (Person),
ra´dio-relo´gio (Object), sensores (Sensor), laˆmpadas (Object), geladeira (Object),
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computador (FixedDevice) e visor de notas (FixedDevice). A func¸a˜o de Joa˜o no
ambiente e´ interagir com os elementos; ele e´ a u´nica entidade mo´vel presente no
cena´rio. O ra´dio-relo´gio tem a func¸a˜o de ligar o aparelho ao atingir um hora´rio
programado, logo requer a existeˆncia de um dispositivo embutido (EmbeddedDevice)
para controlar a hora e o alarme. Ha´ um ou va´rios sensores verificando se Joa˜o esta´
dormindo. O sensor pode verificar essa informac¸a˜o atrave´s do contorno do corpo de
Joa˜o sobre a cama (Object). Como as laˆmpadas sa˜o acesas ao alarme do despertador,
ha´ atuadores (Actuator) para executar a tarefa. A geladeira informa a falta de algum
suprimento, logo ha´ sensores (Sensor) para identificar a falta de determinado produto
e um dispositivo embutido (EmbeddedDevice) para receber, informar e controlar o
estoque. A casa constitui o ambiente (Environment) e pode ser representada por
um u´nico espac¸o (Space) ou va´rios espac¸os, cada um representando um coˆmodo.
Esses espac¸os devem ser delimitados por paredes (Wall), portas (Door) e janelas
(Window). Ha´ outros elementos nesse cena´rio, mas na˜o sa˜o importantes para este
exemplo.
5.1.2 Identificac¸a˜o das relac¸o˜es e associac¸o˜es
Consiste em identificar as relac¸o˜es e associac¸o˜es entre os elementos f´ısicos iden-
tificados na sec¸a˜o anterior. As associac¸o˜es indicam comunicac¸a˜o e composic¸a˜o entre
elementos e as relac¸o˜es afetam os estados dos objetos e o comportamento do usua´rio
no ambiente. Nesse esta´gio, sa˜o identificadas novas classes do modelo, em especial,
os canais de comunicac¸a˜o.
O usua´rio, Joa˜o, na˜o tem nenhuma associac¸a˜o direta com dispositivos ou objetos
e suas relac¸o˜es com o ambiente sa˜o apenas manuseio e uso de dispositivos fixos no
ambiente. O ra´dio-relo´gio e´ associado a um dispositivo embutido. Ha´ um canal de
comunicac¸a˜o (CommunicationChannel) entre o dispositivo e o atuador responsa´vel
por acender a laˆmpada. As associac¸o˜es entre o ra´dio-relo´gio e o dispositivo embutido
permitem o controle do alarme, das horas e opc¸o˜es como ligar e desligar. Os sensores
tambe´m esta˜o associados ao ra´dio-relo´gio, pois atrave´s dos sensores e´ identificado
se Joa˜o levantou. Os sensores podem estar associados a outros dispositivos, tais
como o computador e atuadores em outros coˆmodos. A comunicac¸a˜o pode estar
sendo realizada pela rede ele´trica, logo ha´ a necessidade de definir outro canal de
comunicac¸a˜o (CommunicationChannel). A geladeira esta´ associada a um dispositivo
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embutido e aos sensores. A comunicac¸a˜o e´ realizada entre os sensores e o dispositivo
embutido por um canal de comunicac¸a˜o espec´ıfico.
5.1.3 Identificac¸a˜o dos eventos
Consiste em identificar os eventos e sinalizac¸o˜es existentes no ambiente. Esses
acontecimentos sa˜o os responsa´veis pela execuc¸a˜o de mudanc¸a de estado dos ele-
mentos no ambiente. Alguns eventos sa˜o fa´ceis de se identificar, pois sa˜o inerentes
aos elementos e suas func¸o˜es, outros sa˜o identificados considerando a finalidade da
simulac¸a˜o.
O usua´rio, Joa˜o, a princ´ıpio, pode levantar, desligar o alarme ou continuar
dormindo. Pode tambe´m se locomover no ambiente e usar dispositivos. Estas ac¸o˜es
podem ser aleato´rias ou estabelecidas segundo um controle de tempo. A escolha
depende de quais e como as medic¸o˜es estat´ısticas sa˜o aplicadas. De qualquer forma,
essas ac¸o˜es constituem eventos e devem ser agendadas no controlador de tempo
(TimeController). O ra´dio-relo´gio tem um evento agendado para disparar o alarme e
deve cessar, na primeira vez, 30 segundos apo´s ser acionado ou ate´ o usua´rio desligar.
Ha´ um evento de agendamento e um de durac¸a˜o, sendo que o de durac¸a˜o pode ser
sobreposto por um evento desligar executado pelo usua´rio. De qualquer maneira, se o
usua´rio na˜o levantar, um evento deve ser agendado para acionar o alarme novamente
apo´s cinco minutos. Esse evento, entretanto, somente ocorre se o sensor indicar que
o usua´rio ainda esta´ dormindo. Outro evento e´ o envio de um comando para o
atuador acender as luzes. O sensor responsa´vel por verificar se o usua´rio levantou
deve enviar eventos para outros coˆmodos da casa com a finalidade de preparar
o ambiente tradicional de todas manha˜s. Os eventos podem ser comandos para
acender as laˆmpadas, ligar o computador e preparar o cafe´. A geladeira possui uma
interface para acionar um evento para exibir o estoque. Esse evento e´ originado de
uma interface de controle provida pelo dispositivo embutido. O mesmo e´ va´lido para
o visor de notas, contudo ele pode ser acionado via voz, por exemplo, e executar o
evento para pronunciar os compromissos do dia.
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5.1.4 Preparac¸a˜o, medic¸a˜o e execuc¸a˜o da simulac¸a˜o
Consiste em estabelecer como a simulac¸a˜o e´ executada, quais varia´veis sa˜o me-
didas e como preparar o modelo para suportar essas questo˜es. Preparar a simulac¸a˜o
e´ atender os requisitos para completar o modelo. As varia´veis sa˜o acumuladores es-
tat´ısticos e fornecem medidas para avaliar o modelo simulado. A execuc¸a˜o consiste
em estabelecer a ordenac¸a˜o e execuc¸a˜o dos eventos.
Apo´s o processo de identificac¸a˜o, preparar a simulac¸a˜o consiste em projetar e
inserir os elementos no espac¸o, definir as varia´veis de estado, as caracter´ısticas e
localizac¸a˜o. Tambe´m deve ser definido o tempo de in´ıcio de execuc¸a˜o. Podem ser
adicionadas limitac¸o˜es aos elementos, tais como alcance, interfereˆncias, entre outros.
Nesse exemplo, a preparac¸a˜o consiste apenas em inserir os elementos em uma posic¸a˜o
no ambiente e iniciar a simulac¸a˜o em um tempo espec´ıfico. A especificac¸a˜o proveˆ os
mecanismos para alcanc¸ar essa finalidade.
A medic¸a˜o e´ baseada segundo o objetivo da simulac¸a˜o. Ate´ o momento na˜o foi
estabelecido nenhum problema para ser respondido sobre o cena´rio. Por exemplo,
o cena´rio acima poderia ser usado para representar um proto´tipo de cena´rio real e
apenas ser usado para verificar a viabilidade de sua construc¸a˜o. Em outra situac¸a˜o,
poderia ser usado para medir a quantidade mı´nima de sensores para a implementac¸a˜o
pra´tica. Ou ainda, para avaliar o tempo de resposta nos canais de comunicac¸a˜o. O
modelo na˜o especifica esse tipo de informac¸a˜o, pois ele foi desenvolvido somente
para representar um mundo simulado e na˜o para descrever e especificar as varia´veis
estat´ısticas.
A execuc¸a˜o da simulac¸a˜o e´ obtida atrave´s da execuc¸a˜o ordenada dos eventos.
As classes TimeController e SituationalController controlam, respectivamente,
eventos baseados em tempo e situac¸o˜es. Outros eventos sa˜o originados pelo uso
de interfaces dos dispositivos. A mobilidade e autonomia do usua´rio podem ser
definidas por sorteio, isto e´, especifica-se a ordem das ac¸o˜es ba´sicas e sorteia-se a
marcac¸a˜o de tempo da execuc¸a˜o. Uma alternativa e´ permitir o controle do usua´rio
em tempo de execuc¸a˜o da simulac¸a˜o. Desse modo, os eventos dependentes do usua´rio
sa˜o originados segundo as expectativas do supervisor da simulac¸a˜o.
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5.2 Cena´rio: Escrito´rio
O escrito´rio corresponde a um ambiente com sensores e dispositivos espalhados
no espac¸o, e pessoas portando seus pro´prios dispositivos. Este cena´rio apresenta
quantidade e variedade de dispositivos, sensores, objetos e pessoas. Como con-
sequ¨eˆncia, a mobilidade e as comunicac¸o˜es se destacam como fatores complicadores,
e os eventos e restric¸o˜es sa˜o mais variados e simultaˆneos. Tudo isso implica no
aumento de complexidade para a modelagem e simulac¸a˜o.
A figura 5.1 ilustra o cena´rio do escrito´rio evidenciando as classes dos elementos
segundo a especificac¸a˜o definida no cap´ıtulo 4. Ha´ uma escala para auxiliar na lo-
calizac¸a˜o dos elementos e sinais indicativos para representar os elementos abstratos,
tais como os canais de comunicac¸a˜o, os eventos e as associac¸o˜es.
Figura 5.1: Ilustrac¸a˜o do cena´rio escrito´rio
O ambiente e´ composto por dois espac¸os com uma abertura entre eles. Ha´
treˆs pessoas com dispositivos porta´teis e uma delas possui um dispositivo de GPS
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embutido no relo´gio. Em cada espac¸o ha´ uma caˆmera de v´ıdeo para registrar as
pessoas que se encontram no ambiente. Toda informac¸a˜o de registro e´ armazenada
em um computador central. Ha´ dois objetos ilustrados no escrito´rio, apesar da
existeˆncia de outros. A porta de entrada abre e fecha automaticamente ao perceber
uma pessoa se aproximando.
A descric¸a˜o anterior constitui o segundo exemplo de cena´rio para a ana´lise e
discussa˜o. Nesse exemplo, sa˜o identificados todos os tipos de elementos definidos
na especificac¸a˜o, exceto as janelas. O cena´rio ilustrado e´ transposto de acordo com
as caracter´ısticas especificadas no modelo. A transposic¸a˜o na˜o e´ um mecanismo
existente em Object-Z para verificar validade ou corretismo, mas permite inferir e
refletir sobre a especificac¸a˜o e o cena´rio. Para acompanhar sua aplicac¸a˜o, recorra ao
apeˆndice B.
Comumente ao exemplo da casa inteligente, os elementos, relac¸o˜es e associac¸o˜es
sa˜o definidos e representados. Entretanto, a metodologia e o resultado obtido sa˜o
distintos, pois as informac¸o˜es sa˜o mais detalhadas e especificadas obedecendo a`s
estruturas e restric¸o˜es do modelo. O resultado e´ um conjunto de objetos deriva-
dos de um conjunto base de classes. Uma analogia a essa metodologia e´ o uso de
frameworks, onde ha´ uma implementac¸a˜o inacabada provendo a base, cuja imple-
mentac¸a˜o e extensa˜o resulta em uma aplicac¸a˜o espec´ıfica.
Nesta sec¸a˜o e´ abordada a aplicac¸a˜o, ana´lise e discussa˜o da representac¸a˜o de
todos os elementos f´ısicos e abstratos do cena´rio. Os elementos sa˜o identificados,
suas caracter´ısticas e func¸o˜es comentadas, enquanto os problemas sobre a adequac¸a˜o
do modelo sa˜o discutidos. A ordenac¸a˜o da discussa˜o se baseia na especificac¸a˜o do
apeˆndice B.
As pessoas sa˜o as primeiras entidades avaliadas. Ha´ treˆs pessoas presentes no
ambiente, cada uma portando seu(s) dispositivo(s). Como apresentado em cap´ıtulos
anteriores, pessoa constitui uma entidade complexa por si so´. Para minimizar essa
complexidade, o modelo representa as caracter´ısticas baseadas em propriedades psi-
colo´gicas, f´ısicas e posicionais. Na˜o sa˜o abordadas somente as questo˜es ba´sicas de
localizac¸a˜o e associac¸a˜o com dispositivos ou objetos. Ha´ flexibilidade para estender e
representar outras propriedades. Baseada nessa flexibilidade, as propriedades extras
patience e tolerance error sa˜o adicionadas ao modelo espec´ıfico. Infelizmente, o
modelo na˜o especifica e na˜o implementa como devem ser usadas, mas viabiliza essa
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possibilidade ao projetista.
Na especificac¸a˜o sa˜o definidas duas pessoas em movimento, como pode ser ob-
servado pela propriedade speed. A mobilidade e´ uma caracter´ıstica obrigato´ria,
mas constitui um problema. Deve-se tratar coliso˜es e estabelecer as rotas para os
indiv´ıduos no cena´rio. As coliso˜es sa˜o dif´ıceis de se tratar, pois na˜o ha´ somente
elementos fixos no espac¸o. Estabelecer rotas implica em criar movimentos que se
aproximem de condic¸o˜es reais do uso de um cena´rio. Uma alternativa e´ dividir o
ambiente em regio˜es quadradas com a´reas ideˆnticas, como um tabuleiro de xadrez.
Desse modo, os movimentos sa˜o coordenados e verificados segundo a ocupac¸a˜o dessas
a´reas. Esta soluc¸a˜o resolve o problema de identificar coliso˜es e minimiza o problema
de identificar rotas, visto que um indiv´ıduo pode se mover somente para os quadra-
dos adjacentes. Pore´m, se as regio˜es adjacentes estiverem todas ocupadas, ocorre
uma situac¸a˜o onde na˜o ha´ caminho acess´ıvel a partir de uma posic¸a˜o, conduzindo o
indiv´ıduo para um estado de inanic¸a˜o tempora´rio.
Outra influeˆncia de pessoas sobre os cena´rios e´ quanto ao porte e o uso dos
dispositivos. As propriedades hasObject e hasEntity especificam quais objetos
sa˜o portados. O uso deve ser controlado atrave´s de eventos durante a simulac¸a˜o.
Esses eventos utilizam informac¸o˜es de contexto do indiv´ıduo para estabelecer um
padra˜o de uso que se aproxime da realidade. Informac¸o˜es de in´ıcio de uso, tempo e
finalidade sa˜o varia´veis importantes para a estat´ıstica de uma simulac¸a˜o. O modelo
na˜o especifica essas varia´veis, mas e´ intuitivo coleta´-las.
Ha´ treˆs objetos definidos no cena´rio, sa˜o eles o relo´gio, o sofa´ e a mesa. O relo´gio
e´ portado por uma pessoa, logo possui mobilidade. Os outros dois objetos apenas
ocupam espac¸o e interferem na mobilidade de outros elementos. Podem interferir,
em outros casos, nas comunicac¸o˜es e sinalizac¸o˜es, mas suas dimenso˜es praticamente
na˜o apresentam obsta´culos nesse cena´rio. O relo´gio e´ associado a dois elementos, um
dispositivo embutido e uma pessoa. A associac¸a˜o no caso do dispositivo embutido
e´ uma composic¸a˜o para representar um relo´gio com GPS. Os objetos na˜o possuem
nenhum estado espec´ıfico, pois na˜o ha´ um atuador para alterar os valores. No relo´gio,
em especial, os estados esta˜o associados a`s caracter´ısticas do dispositivo embutido.
Os sensores presentes no ambientes sa˜o treˆs: um sensor de detecc¸a˜o de presenc¸a
na porta e dois sensores caˆmera posicionados no canto das salas. O sensor de de-
tecc¸a˜o de presenc¸a aciona um atuador para abrir a porta quando uma pessoa se
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aproxima a dois metros de distaˆncia. O comando e´ enviado ao atuador atrave´s de
uma conexa˜o por canal de comunicac¸a˜o e protocolo espec´ıficos. Na pra´tica, o pro-
blema e´ como e quando deve ser realizada a detecc¸a˜o do sinal, pois na˜o e´ satisfato´rio
verificar a todo momento se existem elementos na a´rea de percepc¸a˜o. Abstraindo
esse problema, ele se resume a determinar a localizac¸a˜o de elementos mo´veis. Os
sensores caˆmera monitoram o ambiente e coletam imagens para identificar pessoas
no cena´rio. Esta˜o conectados a um computador principal atrave´s de canais de comu-
nicac¸a˜o e utilizam protocolos ideˆnticos para a transmissa˜o do conteu´do. Na pra´tica,
os problemas sa˜o a colisa˜o de identificac¸a˜o, isto e´, monitorar e registrar consecutiva-
mente a mesma pessoa, tratamento de requisic¸o˜es no servic¸o de armazenagem, pois
ha´ duas caˆmeras para serem atendidas, e como anteriormente, detectar a presenc¸a
de um elemento mo´vel em sua a´rea de percepc¸a˜o.
Na especificac¸a˜o, os sensores sa˜o dependentes dos sinais enviados. Ha´ quatro
sinais neste cena´rio, sendo que um deles e´ compartilhado por treˆs elementos. Os
sinais sig1, sig2 e sig3 representam a imagem capturada pela caˆmera, neste caso, a
face e o corpo. Um cuidado em sua detecc¸a˜o e´ verificar se a orientac¸a˜o da pessoa esta´
direcionada para caˆmera. A opc¸a˜o target melhora o desempenho na execuc¸a˜o de
uma simulac¸a˜o, pois se um elemento estiver em um espac¸o onde na˜o haja sensores que
detectem esse sinal, na˜o e´ necessa´rio se preocupar com a sua propagac¸a˜o constante.
O sinal sigAll indica presenc¸a e tem sua propagac¸a˜o em forma circular com um
raio de alcance de 3 metros. Como ele e´ ideˆntico para todos os elementos pessoa, e´
necessa´ria apenas uma instaˆncia para representa´-lo, portanto a propriedade source
e´ identificada como vazia.
O atuador esta´ comprometido a agir sobre o objeto porta, especificado como
door1. Ele atua sobre o estado da porta indicando se esta´ aberta ou fechada. Recebe
o comando diretamente do sensor de detecc¸a˜o de presenc¸a. Quando o sensor detecta
a presenc¸a de um elemento envia o comando abrir (openCommand), se na˜o detecta
a presenc¸a envia o comando fechar (closeCommand). Se for muito constante o
envio destes comandos pode ocorrer uma sobrecarga no atuador, originando filas
contendo um mesmo comando. Uma alternativa e´ definir uma varia´vel interna ao
sensor para indicar o na˜o envio de comandos quando as detecc¸o˜es sa˜o consecutivas ou
em intervalos pro´ximos. Estat´ısticas sobre filas de acesso a recursos e´ uma varia´vel
que deve ser avaliada em simulac¸a˜o.
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O dispositivo embutido, denominado emb1, e´ um receptor de GPS associado
ao objeto relo´gio. A sua especificac¸a˜o foi baseada em um produto real, com as
funcionalidades para informar tempo, localizac¸a˜o, distaˆncia, velocidade, histo´rico e
navegac¸a˜o em mapa. Possui uma interface com seis boto˜es de controle e uma tela
para selecionar opc¸o˜es e exibir as informac¸o˜es. Os boto˜es sa˜o representados na espe-
cificac¸a˜o como meio para entrada de dados e a tela como a sa´ıda de dados. Em um
ambiente real, o dispositivo tambe´m esta´ recebendo informac¸o˜es de sate´lites. Um
sate´lite poderia ser especificado como um dispositivo de entrada. Outra alternativa
e´ especificar o sate´lite como um dispositivo fixo e utilizar as propriedades de co-
municac¸a˜o para associa´-lo ao dispositivo embutido. As propriedades entry e exit
permitem visualizar as informac¸o˜es de entrada e sa´ıda em um instante determinado,
por isso, nessa especificac¸a˜o, sa˜o apenas um exemplo simbo´lico. Na pra´tica, deve-se
elaborar e utilizar te´cnicas estat´ısticas e computacionais para gerar as entradas e as
sa´ıdas.
As entradas e sa´ıdas possuem relac¸a˜o com outras caracter´ısticas do dispositivo.
Os processos fornecem os recursos para modificar, formatar e criar dados de entrada
e sa´ıda. Os estados permitem visualizar informac¸o˜es e alterac¸o˜es internas no dis-
positivo. A memo´ria armazena dados e os eventos causam alterac¸o˜es no estado do
dispositivo(s) associado(s). Essas propriedades sa˜o especificadas brevemente, pois
tentam abstrair a estrutura de uma ma´quina real, cuja complexidade na˜o pode ape-
nas ser satisfeita por uma especificac¸a˜o sucinta. Entretanto, elas descrevem esses
elementos e seus pape´is, contribuindo para racionalizar sobre a existeˆncia dessas
questo˜es durante a construc¸a˜o de um modelo para simulac¸a˜o. Desse modo, em um
ambiente de simulac¸a˜o, pode-se simular algoritmos locais ou distribu´ıdos, que fa-
zem o uso de eventos, memo´ria e alteram varia´veis de estados. Neste cena´rio, os
processos apenas realizam ac¸o˜es ba´sicas, os estados sa˜o utilizados para exibir as in-
formac¸o˜es, a memo´ria armazena o mapa e o histo´rico, e os eventos sa˜o responsa´veis
pela atualizac¸a˜o dos estados ou ativar processos para tratar de entradas.
Uma careˆncia do modelo e´ na˜o especificar como os processos monitoram a
ocorreˆncia de eventos. Na especificac¸a˜o, os eventos esta˜o apenas associados aos dis-
positivos, quando na verdade quem esta´ interessado em um evento e´ um processo.
Isto na˜o foi abordado para na˜o introduzir um n´ıvel mais refinado de especificac¸a˜o.
Em um pro´ximo n´ıvel de abstrac¸a˜o deve ser tratado, assim como diversas outras
questo˜es sobre os dispositivos na˜o abordados ate´ o momento. Todas as questo˜es dis-
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cutidas sobre o dispositivo embutido sa˜o va´lidas para os outros dispositivos presentes
no cena´rio.
Ha´ treˆs dispositivos porta´teis no ambiente: dois palmtops e um celular. A mo-
bilidade e a capacidade de se conectar com outros dispositivos sa˜o os fatores que se
destacam nestes aparelhos. O dispositivo dev1 esta´ desligado e na˜o tem nenhuma
conexa˜o ativa. Os dispositivos dev2 e dev3 tem conexo˜es estabelecidas atrave´s
de um feixe de infravermelho. Ha´ diversos obsta´culos para se estabelecer e manter
essa comunicac¸a˜o. Primeiro, como descobrir que um dispositivo esta´ disponibili-
zando uma porta para conexa˜o? Segundo, como, quando e qual a importaˆncia em
manter a conexa˜o durante a simulac¸a˜o? Sa˜o muitas as varia´veis envolvidas, como
a interfereˆncia, o alinhamento, a distaˆncia entre os dispositivos e outras conexo˜es
existentes. Terceiro, como simular o protocolo de troca de informac¸o˜es? Neste caso,
pode ser simples, mas em casos onde ha´ muitas conexo˜es simultaˆneas ou quando jus-
tamente o protocolo de comunicac¸a˜o e´ o objetivo do modelo simulado, na˜o e´ trivial.
Responder essas questo˜es requer se aprofundar na especificac¸a˜o e ter conscieˆncia das
te´cnicas para implementar eficientemente as soluc¸o˜es.
O dispositivo fixo e´ responsa´vel por registrar os indiv´ıduos no sistema. Como ele
representa um computador tradicional, na˜o ha´ preocupac¸o˜es quanto a simulac¸a˜o de
suas func¸o˜es, pois os me´todos para esse tipo de simulac¸a˜o sa˜o bem fundamentados.
O que na˜o e´ simples e´ tratar da carga recebida e gerenciar o tempo de atendimento
para cada requisic¸a˜o, considerando ao mesmo tempo a simulac¸a˜o do restante do
cena´rio. Um aspecto interessante de se relatar e´ que o dispositivo fornecedor dos
dados de entrada corresponde a uma interface de rede. O canal de comunicac¸a˜o
e´ descrito pelas estruturas com1 e com2. Atrave´s dessas estruturas e´ poss´ıvel
obter informac¸o˜es sobre o meio de comunicac¸a˜o e calcular o tempo de chegada de
uma requisic¸a˜o ao computador. O canal com3 demonstra a inserc¸a˜o de obstruc¸o˜es
a serem observadas durante a simulac¸a˜o. As propriedades range e constraints
definem as limitac¸o˜es.
Em geral, nos ambientes de computac¸a˜o ub´ıqua, os dispositivos fixos proveˆem
um ponto comum de acesso para os dispositivos mo´veis. Na˜o e´ o caso nesse cena´rio,
pois o dispositivo e´ usado apenas para verificar e armazenar registros coletados por
sensores. Logo, toda a composic¸a˜o mo´vel deve ocorrer baseado em redes ad hoc.
Em teoria, os dispositivos deveriam estar sempre preparados para tal composic¸a˜o,
115
entretanto como pode ser observado, o dispositivo dev1 esta´ desligado e na˜o pode
participar se for solicitado. Essa limitac¸a˜o e´ destacada, pois a realidade em ambi-
entes reais e´ como descrito, aleatoriamente no tempo um indiv´ıduo pode deixar seu
dispositivo desligado ou simplesmente a bateria pode acabar.
Em se tratando de bateria, o dispositivo dev1 esta´ sendo monitorado pelo con-
trolador de energia energy crt. A precisa˜o do controle e´ dependente de uma tabela
com os percentuais de gastos para cada operac¸a˜o. Em dispositivos reais na˜o e´ um
problema este controle, pois o consumo e´ proporcional ao uso do dispositivo. Em
simulac¸a˜o, apenas uma aproximac¸a˜o e´ alcanc¸ada.
Para simplificar o controle de comunicac¸a˜o e ilustrar o uso do controlador de
localizac¸a˜o, sa˜o definidas propriedades detalhadas de localizac¸a˜o para a pessoaWil-
liam. A localizac¸a˜o relativa facilita o gerenciamento da direc¸a˜o e distaˆncia entre as
entidades. Por exemplo, na comunicac¸a˜o por infravermelho contribui para alinhar
os dispositivos, controlar a distaˆncia e avaliar a existeˆncia de objetos no percurso do
feixe. No cena´rio atual temos este caso, onde somente a distaˆncia na˜o e´ satisfeita,
como consequ¨eˆncia, a comunicac¸a˜o esta´ inativa.
Definindo os espac¸os ha´ os objetos porta e parede, denominados como delimi-
tadores espaciais. O cena´rio conte´m sete paredes e duas portas. Na˜o foi definido
um teto, pois na˜o interfere nesta modelagem. Poderia ser definido se o cena´rio
fosse composto por diversos andares. Essa possibilidade implica em tratar de outras
varia´veis, como por exemplo, a comunicac¸a˜o entre elementos em andares distintos
e a altitude (eixo z). A principal discussa˜o quanto ao uso das paredes se refere
a` necessidade de sua aplicac¸a˜o, pois o espac¸o pode definir seus limites atrave´s da
propriedade shape herdada de ModelBase. A escolha em sempre definir paredes
e´ uma opc¸a˜o para padronizar e possibilitar agregar propriedades exclusivas. Um
caso exceˆntrico de aplicac¸a˜o pode ser observado no exemplo a seguir. Suponha uma
pessoa interessada em trocar informac¸o˜es de contato somente com pessoas conheci-
das de vista. Basicamente, a pessoa localiza visualmente com quem deseja trocar
informac¸o˜es, aproxima-se e aciona o dispositivo. A ac¸a˜o de visualizar uma pessoa e´
totalmente dependente dos obsta´culos visuais. Nesta situac¸a˜o, parede desempenha
um papel importante sobre o comportamento das entidades em um modelo, ainda
mais se as paredes forem, por exemplo, transparentes.
As portas, ale´m de entradas e sa´ıdas, atuam como gatilhos de eventos sobre
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os cena´rios. Uma entidade ao atravessar uma porta, entra em um novo contexto
e diversos controladores devem ser atualizados. Ale´m disso, pode ocasionar uma
se´rie de novos eventos nos elementos do espac¸o rece´m chegado. Por exemplo, se a
pessoa Rodrigo ir ao espac¸o room2, o sensor camera2 vai capturar sua imagem,
dev3 pode estabelecer uma conexa˜o e o seu dispositivo, em uma situac¸a˜o impre-
vista, pode causar alguma interfereˆncia nas comunicac¸o˜es locais. Como porta e´ um
objeto, possui estados e associac¸o˜es. A porta door1 esta´ associada a um sensor
e um atuador, tem seu estado modificado atrave´s de ac¸o˜es (Action) ativadas por
comandos recebidos pelo atuador. A definic¸a˜o desse esquema garante o isolamento
e a documentac¸a˜o dos pape´is dos elementos no cena´rio. Por fim, as portas podem
ser usadas como entradas e sa´ıdas de elementos na simulac¸a˜o. Neste cena´rio, door1
na˜o esta´ conectada a dois espac¸os, logo todo elemento que passar por ela esta´ sendo
criado ou eliminado.
Quanto aos espac¸os e ao ambiente na˜o ha´ muito que comentar, apenas englobam
os elementos que compo˜em o cena´rio. O ambiente ainda suporta os controladores
de tempo, situac¸a˜o, energia, localizac¸a˜o e comunicac¸a˜o.
5.3 Cena´rio: Shopping Center
O shopping center corresponde a um cena´rio composto por uma grande quan-
tidade de pessoas com seus dispositivos e por diversos espac¸os fechados e abertos
(lojas, a´reas de exposic¸a˜o, salo˜es, escadas rolantes) bem delimitados fisicamente pela
estrutura do shopping. Ha´ sensores e dispositivos distribu´ıdos, monitorando e for-
necendo servic¸os para os indiv´ıduos nos limites internos do ambiente. Os servic¸os
teˆm como objetivo conquistar e fornecer comodidade aos usua´rios. Para os servic¸os
na˜o serem intrusivos, isto e´, na˜o cometerem abusos, o ambiente dispo˜e de uma
infra-estrutura para proteger a privacidade de seus usua´rios. Exemplos de servic¸os
abusivos sa˜o o envio de propagandas e anu´ncios para os dispositivos de usua´rios sem
consentimento, coletas de informac¸a˜o sem permissa˜o (ex.: dados pessoais), rastrea-
mento e identificac¸a˜o sem autorizac¸a˜o.
A estrutura f´ısica do ambiente corresponde a` estrutura real de um shopping
center. Os dispositivos e sensores podem estar localizados no espac¸o de lojas. Eles
podem se comunicar internamente na loja, isto e´, o dispositivo de um cliente e´
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detectado dentro dos limites da loja, ou ainda se comunicar a uma determinada
distaˆncia externa a` loja. O mesmo princ´ıpio e´ va´lido para os sensores. Ale´m disso,
sensores e dispositivos podem ser de propriedade do shopping e estarem distribu´ıdos
em outros pontos, sendo compartilhados por diversas lojas.
Com o objetivo de fornecer privacidade aos clientes, o shopping tem sensores nas
portas de entrada/sa´ıda para atribuir um pseudoˆnimo de identificac¸a˜o e registrar as
pol´ıticas de privacidade definida pelos clientes. As pol´ıticas restringem ou liberam
as informac¸o˜es que podem ser enviadas ou coletadas dos dispositivos. Sa˜o armaze-
nadas em um servidor central, acessado por todos os sensores e dispositivos via uma
conexa˜o segura por cabo, pois assim evitam protocolos desgastantes de verificac¸a˜o
e economizam a bateria do dispositivo do cliente. Para garantir o anonimato do cli-
ente, sa˜o inseridas zonas de mixagem (mix zones) (BERESFORD; STAJANO, 2003)
nos ambientes movimentados. Nessas zonas o usua´rio na˜o pode ser rastreado e seu
pseudoˆnimo e´ misturado e alterado, garantindo anonimato e evitando que dispositi-
vos rastreiem sua identificac¸a˜o anterior. A figura 5.2 ilustra a estrutura e as zonas
de mixagem do shopping.
Figura 5.2: Ilustrac¸a˜o do cena´rio shopping
Diferentemente dos outros cena´rios, ha´ um problema definido para utilizar si-
mulac¸a˜o e avaliar as perspectivas da soluc¸a˜o. O problema e´ garantir a privacidade
no ambiente. A soluc¸a˜o e´ utilizar pol´ıticas de privacidade e zonas de mixagem, intro-
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duzindo mais sensores e dispositivos ao cena´rio e criando protocolos para viabilizar
a proposta.
Sob esta o´ptica, nesta sec¸a˜o sa˜o discutidas algumas questo˜es pertinentes para a
implantac¸a˜o de um modelo real do ambiente. Pretende-se evidenciar os benef´ıcios
do uso de modelagem e simulac¸a˜o atrave´s da apresentac¸a˜o e discussa˜o das diferentes
preocupac¸o˜es, com o objetivo de encontrar respostas que atendam aos requisitos do
problema e da soluc¸a˜o.
5.3.1 Modelagem
A primeira provideˆncia para modelar o cena´rio e´ definir e posicionar os sensores e
dispositivos. Na definic¸a˜o, as caracter´ısticas definidas pelas classes Sensor eDevice
norteiam o projetista, facilitando a especificac¸a˜o das propriedades. Obviamente, o
projetista deve ter o conhecimento sobre as caracter´ısticas reais dessas entidades.
Entretanto, as classes concentram a atenc¸a˜o quanto a` associac¸a˜o entre sensores de
um mesmo tipo, associac¸a˜o com outros dispositivos, formas e distaˆncia de percepc¸a˜o
do sinal, modificac¸a˜o de estados internos, eventos, entradas e sa´ıdas dos dispositivos,
entre outros. No posicionamento, os sensores e dispositivos sa˜o inseridos obedecendo
as restric¸o˜es de suas caracter´ısticas. Logo, pode-se observar a intercec¸a˜o de a´reas
de cobertura e percepc¸a˜o, concentrac¸a˜o insuficiente ou excessiva em determinadas
regio˜es, e adequac¸a˜o na˜o satisfato´ria em determinadas posic¸o˜es. Com a simulac¸a˜o,
sa˜o observados a interfereˆncia ou ineficieˆncia para a coleta de informac¸a˜o e comu-
nicac¸a˜o com os clientes, a interfereˆncia nas a´reas isoladas, por exemplo, nas zonas
de mixagem, medic¸a˜o de varia´veis estat´ısticas, entre outros. Atrave´s dos resultados,
pode-se ainda modificar facilmente a posic¸a˜o dos sensores e dispositivos para avaliar
se a posic¸a˜o dos sensores de coleta de pol´ıtica de privacidade e´ a mais adequada,
onde e quantas zonas de mixagem sa˜o necessa´rias, quantos e quais sensores podem
ser compartilhados para diminuir os gastos individuais das lojas.
5.3.2 Desempenho
A distribuic¸a˜o dos sensores e dispositivos influencia no desempenho das enti-
dades e comunicac¸o˜es, mas ha´ outros fatores. Esses fatores sa˜o provenientes das
estruturas de dados, protocolos, pol´ıticas e meios de comunicac¸a˜o utilizados. A
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modelagem permite representar esses fatores e a simulac¸a˜o permite testar e avaliar
individualmente ou conjuntamente as implicac¸o˜es sobre o desempenho no cena´rio.
A preocupac¸a˜o com as estruturas tem origem nas caracter´ısticas inerentes aos
dispositivos, principalmente nos embutidos e porta´teis. Devido a`s restric¸o˜es de
memo´ria e energia, a definic¸a˜o de estruturas de dados otimizadas e´ de crucial im-
portaˆncia para o sucesso de um ambiente de computac¸a˜o ub´ıqua. No cena´rio, ha´
duas estruturas importantes a serem abordadas. Primeiro, a estrutura que define
a pol´ıtica de privacidade do usua´rio. Esta pol´ıtica e´ definida pelo pro´prio usua´rio
e transmitida ao sistema pelo seu aparelho. Com o aux´ılio da modelagem e si-
mulac¸a˜o, pode-se testar diferentes estruturas para averiguar o desempenho. Ale´m
das estruturas, pode-se averiguar e definir o melhor dispositivo para armazenar as in-
formac¸o˜es, por exemplo, celular, carta˜o, chaveiro, entre outros. Segundo, a estrutura
para armazenar e transmitir as pol´ıticas coletadas para as entidades distribu´ıdas no
shopping. A princ´ıpio, sa˜o armazenadas em um servidor central atrave´s de uma co-
nexa˜o por cabo e segura. Pode-se testar outras opc¸o˜es, como por exemplo, servidores
distribu´ıdos.
Os protocolos de comunicac¸a˜o sa˜o responsa´veis por intermediar a comunicac¸a˜o
entre os dispositivos do shopping e os dispositivos dos clientes. Por consequ¨eˆncia,
esta˜o sujeitos a`s restric¸o˜es de memo´ria, energia e disponibilidade de comunicac¸a˜o.
Construir protocolos que exijam minimamente a interac¸a˜o com os dispositivos requer
simular diferentes implementac¸o˜es e situac¸o˜es no cena´rio. O primeiro protocolo
ativado ao entrar no cena´rio e´ o envio das pol´ıticas e atribuic¸a˜o do pseudoˆnimo. Se
for executado por uma conexa˜o sem fio, a infra-estrutura deve ser elaborada para
que todos os usua´rios sejam atendidos. Na zona de mixagem, deve-se estabelecer
um protocolo capaz de misturar os pseudoˆnimos considerando diferentes nu´meros
de pessoas. Na simulac¸a˜o, pode-se avaliar a taxa efetiva, a frequ¨eˆncia e as coliso˜es
de alterac¸a˜o, intervalo de tempo entre as mixagens e se o anonimato e´ garantido.
Tambe´m por simulac¸a˜o, os protocolos de envio de propagandas e anu´ncios, coletas
de informac¸a˜o e identificac¸a˜o podem ser avaliados para averiguar o desempenho em
diferentes situac¸o˜es.
As pol´ıticas definem diversos aspectos sobre o funcionamento dos sensores e
dispositivos no ambiente. Sa˜o responsa´veis por estabelecer a ordem e evitar que o
excesso de comunicac¸o˜es prejudique ou interfira no funcionamento geral do ambiente.
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Por meio da modelagem e simulac¸a˜o pode-se definir as melhores pol´ıticas e averiguar
as implicac¸o˜es sobre o cena´rio. Por exemplo, pode-se definir e simular diferentes
frequ¨eˆncias de envio de propagandas para obter mı´nimas coliso˜es e perda de pacotes
e maximizar o nu´mero de clientes atingidos.
Os meios de comunicac¸a˜o fornecem os canais e conexo˜es para a interac¸a˜o en-
tre os dispositivos no ambiente. A principal preocupac¸a˜o e´ com as interfereˆncias.
Com a aplicac¸a˜o da modelagem e simulac¸a˜o e´ poss´ıvel averiguar alguns dos proble-
mas e tentar recriar um cena´rio aproximado do real, pois muitas suposic¸o˜es sobre
simulac¸a˜o em redes sem fio na˜o abrangem todos os aspectos reais. De qualquer
forma, problemas e estat´ısticas ba´sicas sobre a comunicac¸a˜o podem ser inferidas.
5.3.3 Escalabilidade
Lidar com escalabilidade dos componentes em ambientes de computac¸a˜o ub´ıqua
e´ um dos grandes desafios para tornar real a visa˜o proposta por Mark Weiser. Em
simulac¸a˜o tambe´m e´ um problema, pois e´ dif´ıcil simular um ambiente com muitas
varia´veis influenciadas por elevado e constante n´ıvel de interac¸a˜o. Neste cena´rio,
em especial, ocorre esta situac¸a˜o. O espac¸o f´ısico e a quantidade de pessoas com
dispositivos sa˜o grandes, logo exige avaliar a escalabilidade dos elementos no cena´rio.
Supondo a auseˆncia de problemas de escalabilidade para a simulac¸a˜o, ou seja, um
nu´mero expressivo de elementos pode ser adicionado e simulado em um cena´rio. Por
meio de proposic¸o˜es e variac¸o˜es da quantidade desses elementos e´ plaus´ıvel avaliar as
implicac¸o˜es sobre o funcionamento real do cena´rio. Desse modo, e´ via´vel constatar
a quantidade mı´nima ou ma´xima de pessoas que as entidades em uma regia˜o podem
cobrir, a quantidade de dispositivos que podem ser atendidos em um determinado
instante e situac¸a˜o, os diferentes comportamentos e deciso˜es das pessoas mediante
as situac¸o˜es, as modificac¸o˜es necessa´rias para solucionar problemas, entre outros.
Pode-se ainda concluir se a soluc¸a˜o trouxe benef´ıcios ou preju´ızos ao cena´rio. Para
tal, compara-se os ı´ndices estat´ısticos medidos sem e com a aplicac¸a˜o da soluc¸a˜o,
considerando o benef´ıcio da garantia de privacidade.
121
5.4 Discussa˜o dos trabalhos relacionados
Na sec¸a˜o 3.5 foram apresentados dois trabalhos correlatos que acreditam nos
benef´ıcios da simulac¸a˜o, assim como esta dissertac¸a˜o. Ubiwise e´ o simulador re-
sultante do projeto desenvolvido por Barton e UbisWorld e´ o resultado do projeto
desenvolvido por Heckmann.
Ubiwise apesar de oferecer uma visa˜o interessante, combinando a simulac¸a˜o
em duas viso˜es, uma em 2D e outra em 3D, tem muitas limitac¸o˜es para simular
cena´rios complexos. As suas caracter´ısticas sa˜o direcionadas para simular a interac¸a˜o
entre pessoas e dispositivos que possuem algum tipo de interface gra´fica, como por
exemplo, caˆmeras, palmtops e celulares. Atrave´s da interface os usua´rios podem
acionar os eventos e interagir com o mundo simulado. A principal contribuic¸a˜o
realmente esta´ em representar o modelo simulado em treˆs dimenso˜es. A desvantagem
mais marcante e´ a na˜o coleta de varia´veis estat´ısticas sobre a simulac¸a˜o, como por
exemplo, o tempo.
UbisWorld oferece uma rica ontologia para representar pessoas, objetos, loca-
lizac¸a˜o, tempo, eventos e suas propriedades e caracter´ısticas. A ontologia de repre-
sentac¸a˜o do usua´rio e´ a mais detalhada, pois o projeto tem por objetivo prover uma
ontologia para modelagem do usua´rio em ambientes de computac¸a˜o ub´ıqua. Apesar
dessa especificidade, o resultado foi uma ontologia que representa diversas partes do
mundo real e simula diversos cena´rios por regras de infereˆncia e eventos. A prin-
cipal contribuic¸a˜o e´ utilizar a ontologia como base para modelagem e simulac¸a˜o de
cena´rios. A desvantagem e´ a na˜o visualizac¸a˜o das interac¸o˜es e na˜o tratamento de
protocolos de comunicac¸a˜o.
A especificac¸a˜o desta dissertac¸a˜o combina algumas caracter´ısticas de ambas as
abordagens. A relac¸a˜o com o Ubiwise e´ na representac¸a˜o dos dispositivos, processos
e simulac¸a˜o de protocolos. A relac¸a˜o com o UbisWorld e´ a modelagem dos elementos,
tambe´m evidenciando a importaˆncia do usua´rio nos cena´rios. Todos os treˆs trabalhos
teˆm por finalidade desenvolver pec¸as de simulac¸a˜o para solucionar os problemas
enfrentados para modelar, testar e avaliar cena´rios reais. No presente trabalho, um
diferencial e´ a tentativa de aproximar a representac¸a˜o do modelo com a simulac¸a˜o,
considerando as transic¸o˜es de estados e as varia´veis espec´ıficas de simulac¸a˜o.
O Ubiwise e´ um projeto finalizado e inacabado enquanto o Ubisworld tem grande
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parte completada e ainda continua em desenvolvimento. O Ubiwise utiliza XML para
descrever e relacionar os elementos, UbisWorld utiliza ontologias e este trabalho uti-
liza uma linguagem de especificac¸a˜o formal (Object-Z). Na˜o ha´ como comparar dire-
tamente as formas de representac¸a˜o, entretanto as ontologias parecem suprir melhor
as necessidades para modelagem que as outras notac¸o˜es. A flexibilidade e represen-
tatividade das linguagens espec´ıficas de ontologias permitem expressar e associar os
elementos mais facilmente comparadas com as lo´gicas matema´ticas cla´ssicas. Por
outro lado, as lo´gicas sa˜o mais rigorosas para definir restric¸o˜es, transic¸o˜es de estado
e apresentar provas de corretismo.
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6 Concluso˜es e Trabalhos
Futuros
A dificuldade para modelar e simular ambientes de computac¸a˜o ub´ıqua condu-
ziu a investigac¸a˜o dos diversos aspectos presentes nestes ambientes. Por meio da
especificac¸a˜o dos requisitos foi projetado um modelo que considera as proprieda-
des necessa´rias para suprir a careˆncia em processos de modelagem e simulac¸a˜o dos
cena´rios baseados nessa filosofia. A especificac¸a˜o abstraiu as questo˜es mais rele-
vantes e definiu as estruturas para agregar e representar computacionalmente os
elementos presentes em cena´rios reais, ale´m de fornecer estruturas para tratar de
questo˜es inerentes a` simulac¸a˜o. O resultado final e´ um modelo que define a maioria
das estruturas para a composic¸a˜o, modelagem e discussa˜o de uma diversidade de
ambientes de computac¸a˜o ub´ıqua.
Todos os elementos ba´sicos necessa´rios para a composic¸a˜o de cena´rios foram con-
templados ou podem ser derivados da especificac¸a˜o. Algumas caracter´ısticas foram
especificadas mais detalhadamente, outras descritas sucintamente. Independente-
mente dessa questa˜o, a reflexa˜o sobre as caracter´ısticas permite projetar modelos
de simulac¸a˜o mais facilmente e padronizados, pois definem nomenclatura, repre-
sentac¸a˜o, relacionamentos e problemas nos cena´rios. Tambe´m contribuem para o
projeto de modelos mais completos. Como as caracter´ısticas e problemas ba´sicos
sa˜o fornecidos, os projetistas sa˜o obrigados a vislumbrar novas caracter´ısticas e novos
problemas.
Atrave´s da especificac¸a˜o do modelo, os requisitos e os obsta´culos para a aplicac¸a˜o
pra´tica de modelagem e simulac¸a˜o em ambientes de computac¸a˜o ub´ıqua foram apre-
sentados, discutidos e analisados. Desse modo, pode-se utilizar essas informac¸o˜es
para tornar realidade o projeto de um simulador que atenda as expectativas para
modelar, testar e avaliar os elementos, interac¸o˜es e implicac¸o˜es nos cena´rios. Entre-
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tanto, deve-se ressaltar que ha´ um longo caminho para se percorrer antes de tornar
a especificac¸a˜o um modelo de implementac¸a˜o.
O uso de uma linguagem de especificac¸a˜o formal, Object-Z, trouxe diversos
benef´ıcios para tratar as questo˜es de representac¸a˜o, associac¸a˜o e relac¸a˜o entre os
elementos. No entanto, em outros aspectos apresentou-se ineficiente ou complexa
para representar conceitos relacionados com o tempo e comunicac¸a˜o. De qualquer
forma, o foco do trabalho e´ discutir e analisar os aspectos e na˜o somente se concentrar
na modelagem dos cena´rios. Consequ¨entemente, as lo´gicas matema´ticas, a sintaxe
e a semaˆntica definidas por Object-Z sa˜o suficientes.
Ale´m de uma especificac¸a˜o de requisitos, a especificac¸a˜o pode ser comparada
com uma ontologia ou com um framework. Ontologia e´ uma especificac¸a˜o formal
expl´ıcita de como representar objetos, conceitos, entidades e os relacionamentos
entre eles, no escopo de um domı´nio espec´ıfico. Como o presente trabalho define
estruturas e relacionamentos entre elas em um domı´nio espec´ıfico atrave´s de uma lin-
guagem formal, a especificac¸a˜o pode ser considerada uma ontologia. Por outro lado,
frameworks sa˜o estruturas de classes que constituem implementac¸o˜es incompletas
que, estendidas, permitem produzir diferentes artefatos de software (SILVA, 2000).
Na especificac¸a˜o foram definidas apenas classes inacabadas, isto e´, as classes apre-
sentam as caracter´ısticas e os comportamentos ba´sicos. Logo, para uma simulac¸a˜o
espec´ıfica, devem ser estendidas e modeladas segundo o problema abordado. Base-
ado nessa observac¸a˜o, a especificac¸a˜o pode ser considerada um framework.
A aplicac¸a˜o do modelo permitiu observar suas vantagens e desvantagens para
modelagem e futura simulac¸a˜o de ambientes de computac¸a˜o ub´ıqua. Como vanta-
gens destacam-se a capacidade de representar e distribuir os elementos nos cena´rios,
a possibilidade de fazer infereˆncias sobre problemas e soluc¸o˜es no modelo e a ava-
liac¸a˜o da viabilidade de simulac¸a˜o. Como desvantagens destacam-se a complexidade
de representar eventos, interfaces e protocolos nos cena´rios. Entretanto, esta comple-
xidade de representac¸a˜o pode ser amenizada atrave´s da construc¸a˜o de um software
de modelagem para automatizar a especificac¸a˜o.
Por fim, pode-se confirmar que computac¸a˜o ub´ıqua e´ um paradigma promis-
sor, pore´m ainda enfrenta muitas limitac¸o˜es para se tornar onipresente na vida e
ambientes das pessoas. Na˜o foram estabelecidos os limites para seu crescimento e
desenvolvimento, portanto pode-se afirmar que esta´ em evoluc¸a˜o. Talvez, a dificul-
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dade de se estabelecer estes limites, deve-se ao fato de sua constante e gradativa
presenc¸a em cena´rios atuais e a quantidade de ide´ias interessantes que surgem dia-
riamente. Inevitavelmente, na˜o e´ poss´ıvel distinguir o que e´, na˜o e´, ou sera´ real nos
anos que se procedem.
A discussa˜o dos aspectos de modelagem e simulac¸a˜o de ambientes de computac¸a˜o
ub´ıqua permitiu vivenciar a realidade atual e a realidade proporcionada por ambi-
entes impregnados de dispositivos ub´ıquos. Para motivar as pesquisas futuras, as
concluso˜es sa˜o finalizadas com uma citac¸a˜o de Trovato (AHMED; THOMPSON, 2004,
p. 96), no Percom20041, na qual ele compara o paradigma de computac¸a˜o ub´ıqua
com o in´ıcio da Internet dizendo: “muitas ide´ias interessantes, mas nenhum caminho
definido”.
6.1 Perspectivas Futuras
O presente trabalho procurou contribuir para a modelagem e simulac¸a˜o de ambi-
entes de computac¸a˜o ub´ıqua. Entretanto, o assunto abordado, devido a sua comple-
xidade e diversidade, necessita de pesquisas futuras e aperfeic¸oamentos. A seguir,
sa˜o apresentadas poss´ıveis ramificac¸o˜es para continuar o tema versado nesta dis-
sertac¸a˜o.
1. Aplicar outros me´todos de modelagem formal para ressaltar as caracter´ısticas
na˜o enderec¸adas por Object-Z. Em espec´ıfico, questo˜es referentes ao tempo
e comunicac¸a˜o. Apesar de Object-Z permitir a especificac¸a˜o dessas carac-
ter´ısticas, ha´ outros formalismos capazes de expressar mais claramente si-
tuac¸o˜es dependentes do tempo e comunicac¸a˜o. A partir da modelagem dessas
caracter´ısticas, pode-se analisar novos cena´rios destacando a simulac¸a˜o de si-
tuac¸o˜es em que elas esta˜o sob avaliac¸a˜o, e verificar se elas realmente suprem
as necessidades quando comparadas com outras modelagens.
2. Especificar mais detalhadamente todos os elementos que compo˜em os cena´rios
e construir uma pequena biblioteca com alguns objetos pre´-especificados. A
especificac¸a˜o atual fornece apenas uma visa˜o de cada elemento e introduz
ide´ias para sua expansa˜o. Expandir os elementos na especificac¸a˜o depende do
1www.percom.org
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estudo aprofundado dos elementos reais correspondentes. Novas caracter´ısticas
ou subgrupos de objetos com caracter´ısticas comuns podem ser encontrados.
3. A especificac¸a˜o apenas descreve os requisitos e os relacionamentos. Para im-
plementar o modelo em um meio computacional e´ necessa´rio um modelo de im-
plementac¸a˜o. Para tal, diagramas UML (Unified Modeling Language) podem
ser projetados baseados na especificac¸a˜o. Como consequ¨eˆncia, teremos uma
descric¸a˜o mais detalhada das estruturas para modelar e simular os cena´rios de
computac¸a˜o ub´ıqua.
4. Implementar um simulador ou algumas de suas partes baseadas nas estrutu-
ras definidas pela especificac¸a˜o. Alcanc¸ar este objetivo requer conhecimentos
de te´cnicas e me´todos de simulac¸a˜o, ale´m de sobrepor os desafios para re-
presentar computacionalmente a complexidade dos cena´rios de computac¸a˜o
ub´ıqua. Questo˜es de desempenho e qualidade das simulac¸o˜es sa˜o os principais
obsta´culos. A princ´ıpio, a especificac¸a˜o e´ concentrada nas interac¸o˜es, logo uma
interface gra´fica e´ uma das exigeˆncias ba´sicas no processo de construc¸a˜o da
ferramenta de modelagem e simulac¸a˜o.
5. A ontologia apresentada no UbisWorld e´ mais completa que esta especificac¸a˜o
para conceituar as entidades nos ambientes de computac¸a˜o ub´ıqua. Entre-
tanto, na˜o relaciona nenhuma questa˜o quanto a` implementac¸a˜o de simulac¸a˜o.
Adaptar a ontologia a esta especificac¸a˜o permite a elaborac¸a˜o de uma espe-
cificac¸a˜o detalhada sobre o processo de modelagem e simulac¸a˜o. A ontolo-
gia pode ajudar a preencher poss´ıveis lacunas e a padronizar algumas incon-
sisteˆncias no modelo. Posteriormente, entidades descritas com a ontologia
podem ser transpostas para um simulador baseado na especificac¸a˜o.
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APEˆNDICE A -- Especificac¸a˜o do Modelo em Object-Z
Neste apeˆndice e´ apresentada a especificac¸a˜o do modelo em Object-Z. As classes
especificam as caracter´ısticas e restric¸o˜es dos elementos para modelar e simular am-
bientes de computac¸a˜o ub´ıqua, ale´m de algumas func¸o˜es ba´sicas para gerenciar seus
atributos e suas associac¸o˜es. Ha´ classes que na˜o apresentam os me´todos ba´sicos,
como por exemplo, me´todos de adic¸a˜o, acesso e remoc¸a˜o, para na˜o tornar a especi-
ficac¸a˜o extensa e excessivamente carregada de func¸o˜es na˜o ta˜o relevantes.
[Text ,Data,Shape,Time,Date,Action,State]
Properties : Text 7→ Data
Direction : {North,South,East ,West ,Northeast ,Northwest ,
Southeast ,Southwest}
ModelBase
ClassType : {Person,Object ,Entity ,Space}
identification : N
class : ClassType
description : Text
position : N× N× N
mass : R1
width : N
height : N
shape : P(R× R× R)
emittedSignal : FSignal
location : Location
created : TimeStamp
∀ x , y : identification • x 6= y
∀ x , y : identification; p1, p2 : position | x 6= y • p1 6= p2
SetPosition
∆(position)
p? : N× N× N
∃1 s : Space | s ∈ Environment .space • p? ∈ s.shape
position ′ = p?
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Person
ModelBase
[Positional ,Physical ,Psychological ]
Personality : {Extraversion,Agreeableness,Conscientiousness,
EmotionalStability ,Openness}
positional : PPositional
physical : PPhysical
psychological : PPsychological
speed : R
direction : Direction
orientation : Direction
gender : {male, female}
age : N
personality : Personality → N
hasObject : F ↓Object
hasEntity : F ↓Entity
speed ∈ positional
direction ∈ positional
orientation ∈ positional
gender ∈ physical
age ∈ physical
personality ∈ psychological
ran personality ≤ 100
INIT
class = Person
ΦSelectEntity
∆(hasEntity)
e?, e ′ : ↓Entity
e? ∈ hasEntity⇒ e ′ = e?
ΦSelectObject
∆(hasObject)
o?, o′ : ↓Object
o? ∈ hasObject⇒ o′ = o?
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TakeObject
∆(hasObject)
o? : ↓Object
hasObject ′ = hasObject ∪ {o?}
TakeEntity
∆(hasEntity)
e? : ↓Entity
hasEntity ′ = hasEntity ∪ {e?}
PutObject
∆(hasObject)
o? : ↓Object
o? ∈ hasObject
hasObject ′ = hasObject \ {o?}
o?.SetPosition
PutEntity
∆(hasEntity)
e? : ↓Entity
e? ∈ hasEntity
hasEntity ′ = hasEntity \ {e?}
e?.SetPosition
Move
∆(speed , direction)
s? : R
d? : Direction
d? 6= direction ⇒ direction ′ = d?
s? 6= speed ⇒ speed ′ = s?
speed ′ 6= 0⇒ SetPosition
2(speed 6= 0)⇒2(Move occurs)
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Object
ModelBase
initialState : PState
possibleState : PState
changeState : Action 7→ (State ↔ State)
associations : F ↓ModelBase
initialState ⊆ possibleState
INIT
class = Object
AddAssociation
∆(associations)
m? : ↓ModelBase
associations ′ = associations ∪ {m?}
RemoveAssociation
∆(associations)
m? : ↓ModelBase
associations ′ = associations \ {m?}
ReceiveAction
∆(initialState)
a? : Action
a? ∈ dom changeState ⇒
initialState ′ = ( initialState\
{first(changeState(a?))} )
∪{second(changeState(a?))}
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Entity
ModelBase
[Process,Protocol ]
enabled : B
connections : seq ↓Entity
communication : seqProtocol
channel : seqCommunicationChannel
#connections = #communication = #channel
∃ f : ran connections × ran communication × ran channel
| ∀ i : 1..#f •
f (i) = (connections(i), communication(i), channel(i))
INIT
class = Entity
TurnOn
∆(enabled)
enabled ′ = true
TurnOff
∆(enabled)
enabled ′ = false
AddConnection
∆(connections, communication, channel)
e? : ↓Entity
p? : Protocol
c? : CommunicationChannel
connections ′ = connectionsa < e? >
communication ′ = communicationa < p? >
channel ′ = channela < c? >
RemoveConnection
∆(connections, communication, channel)
index? : N
connections ′ = squash({index?} −C connections)
communication ′ = squash({index?} −C communication)
channel ′ = squash({index?} −C channel)
SendNotify
t ! : ↓Trigger
connections 6= 〈 〉
ReceiveNotify
t? : ↓Trigger
23(SendNotify enabled)⇒
23(∀ ent : ran connections • ent .receiveNotify occurs)
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Sensor
Entity
type : N
perceptionShape : Shape
perceptionDistance : N
knownSignal : SignalType
internalState : PState
stateTransition : Signal 7→ (State ↔ State)
#knownSignal = 1
dom ran stateTransition ⊂ internalState
ran ran stateTransiction ⊂ internalState
PerceiveSignal
∆(internalState)
s? : Signal
knownSignal = s?.knownSignal ⇒
internalState ′ = ( internalState\
{first(stateTransition(s?))} )
∪{second(stateTransition(s?))}
SendNotify
e? : Event
c? : Command
∀ d : Device | d ∈ ran connections • t ! = e?
∀ a : Actuator | a ∈ ran connections • t ! = c?
23(PerceiveSignal enabled)⇒23(SendNotify occurs)
Actuator
Entity
object : P ↓Object
action : PAction
actuation : Command 7→ (Object ↔ Action)
dom ran actuation ⊆ object
ran ran actuation ⊆ action
ReceiveNotify
c! : Command
c! = t?
SendAction
c? : Command
a! : Action
o! : Object
o! = first(actuation(c?))
a! = second(actuation(c?))
23(ReceiveNotify enabled)⇒23(SendAction occurs)
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Trigger
identification : N
contents : PProperties
∀ x , y : identification • x 6= y
Disparate
[abstract operation to run a event]
Stop
[abstract operation to cancel a event]
SignalType
identification : N
description : Text
EventType
identification : N
description : Text
Signal
Trigger
[SignalConstraints]
type : SignalType
source : ↓ModelBase
target : PSensor
propagation : Shape
range : N
constraints : SignalConstraints
Event
Trigger
type : EventType
source : ↓Device
target : P ↓Device
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Command
Trigger
source : ↓Entity
target : PActuator
sintaxe : Data
parameters : PData
sintaxe ∈ ran contents
parameters ⊂ ran contents
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Device
Entity
[InputDevice,OutputDevice]
pid ,mid : N
model : Text
input : P InputDevice
output : POutputDevice
entry : InputDevice 7→ PData
exit : OutputDevice 7→ PData
process : pid 7→ Process
aliveProcess : P(Process)
state : PState
stateTransition : Event 7→ (State ↔ State)
memory : PData
addressMemory : mid 7→ Data
event : PEvent
eventMap : Event 7→ PDevice
input = dom entry
output = dom exit
aliveProcess = ran process
dom ran stateTransition ⊆ state
ran ran stateTransition ⊆ state
memory = ran addressMemory
event = dom eventMap
Register
∆(eventMap)
e? : Event
d? : Device
e? ∈ Event
eventMap′(e?) = eventMap(e?) ∪ {d?}
Unregister
∆(eventMap)
e? : Event
d? : Device
e? ∈ Event
eventMap′(e?) = eventMap(e?) \ {d?}
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ΦSelectInput
∆(input)
i?, i ′ : InputDevice
i? ∈ InputDevice⇒ i ′ = i?
ΦSelectOutput
∆(output)
o?, o′ : OutputDevice
o? ∈ OutputDevice⇒ o′ = o?
SendNotify
e! : Event
e! ∈ event
ReceiveNotify
e? : Event
e? = t?
[event implications]
23(SendNotify enabled)⇒
23(∀ d : Device | d ∈ eventMap(e!) • d .ReceiveNotify occurs)
EmbeddedDevice
Device
embeddedIn : Object
PortableDevice
Device
owner : Person
INIT
owner = ∅
2(owner 6= ∅)⇒2(position = owner .position)
FixedDevice
Device
space : Space
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Location
symLocation : SymbolicLocation
relLocation : seqRelativeLocation
SymbolicLocation
place : Space
point : N× N× N
RelativeLocation
toObject : ↓ModelBase
orientation : Direction
distance : N
Wall
Object
visible : B
opaque : B
#shape = 2
Window
Object
stateOpened : B
opaque : B
stateOpened ∈ possibleState
Door
Object
alwaysOpened : B
stateOpened : B
opaque : B
stateOpened ∈ possibleState
#shape = 2
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Space
ModelBase
name : Text
delimiters : F ↓Object
persons : FPerson
objects : FObject
entities : F ↓Entity
INIT
class = Space
∀ d : ↓Object | d ∈ delimiters • d .INIT
∀ p : Persons | p ∈ persons • p.INIT
∀ o : Objects | o ∈ objects • o.INIT
∀ e : Entity | e ∈ entities • e.INIT
ΦSelectPerson
∆(persons)
p?, p′ : Person
p? ∈ persons⇒ p′ = p?
ΦSelectObject
∆(objects)
o?, o′ : Object
o? ∈ objects⇒ o′ = o?
ΦSelectEntity
∆(entities)
e?, e ′ : ↓Entity
e? ∈ entities⇒ e ′ = e?
ΦSelectDelimiter
∆(delimiters)
d?, d ′ : ↓Object
d? ∈ delimiters⇒ d ′ = d?
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Environment
name : Text
space : FSpace
timeController : TimeController
situationalController : SituationalController
locationController : LocationController
energyController : EnergyController
communicationController : CommunicationController
#space > 0
INIT
∀ s : Space | s ∈ space • s.INIT
locationController .INIT
energyController .INIT
communicationController .INIT
situationalController .INIT
timeController .INIT
ΦSelectSpace
∆(space)
s?, s ′ : Space
s? ∈ space⇒ s ′ = s?
CommunicationChannel
CommunicationConstraints : {Interference,Delay ,Obstruction,
Noise,DataLost ,Synchronization,DeniedAccess, ...}
physicalChannel : {infrared , radio, opticalfiber , satellite, ...}
source : ↓Entity
target : P ↓Entity
propagation : Shape
range : N
transmissionRate : R1
frequency : R1
constraints : PCommunicationConstraints
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TimeStamp
date : Date
time : Time
SetTime
∆(date, time)
time? : Time
date? : Date
time ′ = time?
date ′ = date?
TimeController
clock : TimeStamp
scheduler : TimeStamp ↔ ↓Trigger
duration : TimeStamp ↔ ↓Trigger
frequency : TimeStamp ↔ ↓Trigger
∀ t : TimeStamp | (t ∈ dom scheduler ∧ t = clock) •
scheduler(t).Disparate
∀ event : ↓Trigger | event ∈ ran duration •
∃ t : TimeStamp |
(t ∈ dom scheduler ∧ scheduler(t) = event) •
clock = (t + duration∼(event))⇒ event .Stop
∀ event : ↓Trigger | event ∈ ran frequency •
∃1 t : TimeStamp |
(t ∈ dom scheduler ∧ scheduler(t) = event) •
∀ i : N1 •
clock = (t + i ∗ frequency∼(event))⇒ event .Disparate
INIT
[add events]
clock .SetTime
SituationalController
situation : FState 7→ ↓Trigger
y : FState | y ∈ dom situation •
(∀ x : State | (x ∈ y) ∧ (x = true) • situation(y).Disparate)
INIT
[add situations]
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LocationController
registeredElement : P ↓ModelBase
location : ↓ModelBase 7→ Location
registeredElement = dom location
INIT
[add elements and locations]
EnergyController
device : P ↓Entity
energy : ↓Entity 7→ R
device = dom energy
∀ x : ↓Entity | x ∈ device ∧ energy(x ) = 0 • x .TurnOff
INIT
[add monitored devices]
CommunicationController
activeEntities : P ↓Entity
activeChannels : PCommunicationChannel
connections : CommunicationChannel × ↓Entity
area : PShape
restrictArea : Shape 7→ CommunicationChannel .Constraints
activeEntities = ran connections
activeChannels = dom connections
area = dom restrictArea
INIT
activeEntities = ∅
activeChannels = ∅
connections = ∅
[add restrict areas]
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APEˆNDICE B -- Aplicac¸a˜o da Especificac¸a˜o
Neste apeˆndice, a especificac¸a˜o do modelo apresentada no cap´ıtulo 4 e apeˆndice
A e´ aplicada a um cena´rio de computac¸a˜o ub´ıqua. O cena´rio e´ o escrito´rio descrito
na sec¸a˜o 5.2.
A seguir, algumas considerac¸o˜es importantes para entender a aplicac¸a˜o da espe-
cificac¸a˜o:
• Em determinados pontos a linguagem textual e´ empregada para descrever
propriedades complexas, como por exemplo, a propriedade shape.
• Propriedades compostas por muitos elementos sa˜o resumidas com a notac¸a˜o
reticeˆncia (...).
• Elementos com propriedades semelhantes sa˜o especificados em uma mesma
estrutura de classe e distinguidos pela notac¸a˜o ponto-e-v´ırgula (;).
• Alguns objetos sa˜o apresentados resumidos, explicitando somente as proprie-
dades relevantes para discussa˜o.
• Alguns objetos na˜o foram especificados (ex.: eventos), apesar da existeˆncia
de refereˆncia.
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Person : Rodrigo
identification = 1
class = Person
description = office employee
position = (10, 63, 0)
mass = 70Kg
width = 40cm
height = 190cm
shape = cylinder
emittedSignal = {sigAll , sig1}
positional = {position, speed , direction, orientation}
physical = {gender , age}
psychological = {personality , patience, tolerance error}
speed = 0
direction = North
orientation = North
gender = male
age = 23
personality = {(1, 70), (2, 80), (3, 90), (4, 50), (5, 70)}
patience = 80%
tolerance error = 60%
hasObject = {watch}
hasEntity = {dev1}
Person : Bosco
identification = 2
class = Person
description = office boss
position = (45, 27, 0)
mass = 80Kg
width = 50cm
height = 172cm
shape = cylinder
emittedSignal = {sigAll , sig2}
positional = {position, speed , direction, orientation}
physical = {gender , age}
psychological = {personality}
speed = 0, 3m/s
direction =West
orientation =West
gender = male
age = 55
personality = {(1, 95), (2, 80), (3, 80), (4, 70), (5, 70)}
hasObject = {}
hasEntity = {dev2}
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Person :William
identification = 3
class = Person
description = office employee under stress
position = (115, 78, 0)
mass = 90Kg
width = 45cm
height = 185cm
shape = cylinder
emittedSignal = {sigAll , sig3}
location = william location
positional = {position, speed , direction, orientation}
physical = {gender , age}
psychological = {personality , patience}
speed = 0, 4m/s
direction = Northwest
orientation = Northwest
gender = male
age = 21
personality = {(1, 98), (2, 90), (3, 70), (4, 90), (5, 80)}
patience = 50%
hasObject = {}
hasEntity = {dev3}
Object : sofa
identification = 4
class = Object
description = furniture
position = (63, 65, 0)
mass = 10Kg
width = 70cm
height = 90cm
shape = cube
emittedSignal = {}
Object : table
identification = 28
class = Object
description = furniture
position = (108, 38, 0)
mass = 15Kg
width = 70cm
height = 100cm
shape = parallelogram
emittedSignal = {}
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Object : watch
identification = 5
class = Object
description = watch with GPS
position = (10, 63, 12)
mass = 0, 1Kg
initialState = {10h20m}
possibleState = {...}
changeState = {update time 7→ (old time,new time)}
associations = {emb1,Rodrigo}
Sensor : sen1
identification = 6
class = Entity
description = presence detector sensor
position = (50, 85, 18)
enabled = true
connections = 〈act1〉
communication = 〈prot4〉
channel = 〈com4〉
type = 101
perceptionShape = circle
perceptionDistance = 2m
knownSignal = presence
internalState = {detect [false]}
stateTransition = {sigAll 7→ (detect [false], detect [true])}
Sensor : camera1, camera2
identification = 7; 8
class = Entity
description = cameras to monitoring the environment
position = (0, 5, 3); (133, 5, 3)
enabled = true
connections = 〈comp1〉
communication = 〈prot1〉; 〈prot2〉
channel = 〈com1〉; 〈com2〉
type = 100
perceptionShape = 120graus
perceptionDistance = 5m
knownSignal = video
internalState = {}
stateTransition = {}
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Actuator : act1
identification = 9
class = Entity
description = open and close the door
position = (50, 85, 13)
enabled = true
connections = 〈sen1〉
communication = 〈prot4〉
channel = 〈com4〉
object = {door1}
action = {open, close}
actuation = {openCommand 7→ (door1, open),
closeCommand 7→ (door1, close)}
SignalType : video
identification = 100
description = video image in a specific time
SignalType : presence
identification = 101
description = presence signal of a person
Signal : sig1, sig2, sig3
identification = 201; 202; 203
contents = {(face, face image), (body , body image)}
type = video
source = Rodrigo; Bosco; William
target = {camera1, camera2}
propagation = frontal
range =
constraints = {object obstruction}
Signal : sigAll
identification = 200
contents = {(presence, true)}
type = presence
source = {}
target = {sen1}
propagation = circle
range = 3m
constraints = {}
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Command : openCommand
identification = 503
contents = {(sintaxe, open)}
source = sen1
target = {act1}
sintaxe = open
parameters = {}
Command : closeCommand
identification = 504
contents = {(sintaxe, close)}
source = sen1
target = {act1}
sintaxe = close
parameters = {}
EmbeddedDevice : emb1
identification = 10
class = Entity
description = GPS
position =
enabled = true
connections = 〈 〉
communication = 〈 〉
channel = 〈 〉
model = Garmin Forerunner 201 GPS Watch
input = {power button,mode button, enter button,
leftarrow button, rightarrow button}
output = {display}
entry = {(power button, {turn on, turn off , turn on, ...}), ...}
exit = {(display , {10 : 20, 10graus33m20s(N )20graus(W ), ...}), ...}
process = {(1, calculate position), (2, store distance),
(3, control time), (4, count pace), ...}
aliveProcess = {store distance, control time}
state = {display time, display distance, display pace, display position}
stateTransition = {(ev1, (display time.value, display time.new value), ...}
memory = {map, distance history}
addressMemory = {(1A,map), (2B , distance history)}
event = {ev1, ...}
eventMap = {(ev1, emb1), ...}
embeddedIn = watch
EventType : change time
identification = 1
description = change the current time
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Event : ev1
identification = 600
contents = {(time, value)}
type = change time
source = emb1
target = {emb1}
PortableDevice : dev1
identification = 11
class = Entity
description = palmtop
position = (12, 63, 12)
mass = 0.109Kg
width = 11cm
height = 7cm
enabled = false
connections = 〈 〉
communication = 〈 〉
channel = 〈 〉
model = Palm Zire 21
input = {datebook button, addressbook button, power button,
up button, down button, display}
output = {display}
...
owner = Rodrigo
PortableDevice : dev2
identification = 26
class = Entity
description = mobile phone
position = (46, 27, 12)
mass = 0.250Kg
width = 9cm
height = 4cm
enabled = true
connections = 〈dev3〉
communication = 〈prot3〉
channel = 〈com3〉
model = Nokia 7200
input = {number buttons, arrows buttons,menu button,
enter button}
output = {display}
entry = ...
exit = ...
...
owner = Bosco
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PortableDevice : dev3
identification = 27
class = Entity
description = palmtop
position = (116, 78, 12)
mass = 0.109Kg
width = 11cm
height = 7cm
enabled = true
connections = 〈dev2〉
communication = 〈prot3〉
channel = 〈com3〉
model = PalmZire21
input = {datebook button, addressbook button, power button,
up button, down button, display}
output = {display}
entry = ...
exit = ...
...
owner =William
FixedDevice : comp1
identification = 12
class = Entity
description = computer to register camera data
position = (73, 10, 10)
mass = 5Kg
width = 30cm
height = 40cm
shape = cube
enabled = true
connections = 〈camera1, camera2〉
communication = 〈prot1, prot2〉
channel = 〈com1, com2〉
model = Dell Dimension
input = {keyboard ,network}
output = {monitor}
entry = ...
exit = ...
process = {(1, registra cam1), (2, registra cam2),
(3, identifica pessoa), ...}
aliveProcess = {registracam1, registracam2}
state = {}
stateTransition = {}
memory = {person info, image}
addressMemory = {(1A, person info), (4D , image)}
event = {}
eventMap = {}
space = room2
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Location : william location
symLocation = william symbolic
relLocation = william relative
SymbolicLocation : william symbolic
place = room2
point = (45, 78, 0)
RelativeLocation : william relative
toObject = Bosco
orientation = Northwest
distance = 70
LocationController : location ctr
registeredElement = {William}
location = {(William,william location)}
EnergyController : energy ctr
device = {dev1}
energy = {(dev1, 100)}
TimeController : time ctr
clock = 0h23m30s40− 01/01/2005
scheduler = {(0h24m05s − 01/01/2005, e[1]),
(0h24m10s − 01/01/2005, e[2]),
(0h50m00s − 01/01/2005, f [1]),
(1h00m00s − 01/01/2005, d [1]), ...}
duration = {(10m − 0h0m0s, d [1]), ...}
frequency = {(50m − 0h0m0s, f [1]), ...}
SituationalController : situational ctr
situation = {({door1.stateOpened [true]}, s[1]), ...}
CommunicationController : communication ctr
activeEntities = {dev2, dev3}
activeChannels = {com3}
connections = {(com3, dev2), (com3, dev3)}
area : {SquareArea[(50, 80)(60, 90)]}
restrictArea : {(SquareArea[(50, 80)(60, 90)], Interference)}
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CommunicationChannel : com1, com2
physicalChannel = cabe
source = camera1; camera2
target = {comp1}
propagation =
range =
transmissionRate = 10Mbps
frequency = 350MHz
constraints = {}
CommunicationChannel : com3
physicalChannel = infrared
source = dev3
target = {dev2}
propagation = line
range = 5m
transmissionRate = 100kbps
frequency =
constraints = {object obstruction, signal lost , lighting}
Wall : wall1
identification = 15
class = Object
description = separate the rooms
position = (70, 0, 0)
width = 80
height = 3
shape = {(70, 0, 0), (71, 85, 3)}
visible = true
opaque = true
Wall : wall2
identification = 16
shape = {(0, 0, 0), (70, 1, 3)}
Wall : wall3
identification = 17
shape = {(70, 0, 0), (140, 1, 3)}
Wall : wall4
identification = 18
shape = {(0, 0, 0), (1, 85, 3)}
Wall : wall5
identification = 19
shape = {(140, 0, 0), (139, 85, 3)}
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Wall : wall6
identification = 20
shape = {(0, 85, 0), (70, 84, 3)}
Wall : wall7
identification = 21
shape = {(70, 85, 0), (140, 84, 3)}
Door : door1
identification = 22
class = Object
description = main door
position = (48, 85, 0)
width = 10
height = 2
shape = {(48, 85, 0), (58, 84, 2)}
initialState = {stateOpened .false}
possibleState = {stateOpened .false, stateOpened .true}
changeState = {(open, (stateOpened .false, stateOpened .true)),
(close, (stateOpened .true, stateOpened .false))}
associations = {sen1, act1}
opaque = true
alwaysOpened = false
stateOpened = false
Door : door2
identification = 23
class = Object
description = door between rooms
position = (70, 35, 0)
width = 10
height = 2
shape = {(70, 35, 0), (71, 45, 2)}
opaque = true
alwaysOpened = true
stateOpened = true
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Space : room1
identification = 24
class = Space
description = wait room
position = (0, 0, 0)
width = 70
height = 3
shape = {(0, 0, 0), (70, 85, 3)}
name = room1
delimiters = {wall1,wall2,wall4,wall6, door1, door2}
persons = {Rodrigo,Bosco}
objects = {sofa,watch}
entities = {dev1, emb1, dev2, camera1, sen1, act1}
Space : room2
identification = 25
class = Space
description = internal room
position = (70, 0, 0)
width = 70
height = 3
shape = {(70, 0, 0), (140, 85, 3)}
name = room2
delimiters = {wall1,wall3,wall5,wall7, door2}
persons = {William}
objects = {table}
entities = {comp1, dev3, camera2}
Environment : office
name = office
space = {room1, room2}
timeController = time ctr
situationalController = situational ctr
locationController = location ctr
energyController = energy ctr
communicationController = communication ctr
