We address the problem of texture mapping implicit surfaces. Recent work in providing 2D mappings for implicit surfaces maps points from an auxiliary parametric (support) 
Introduction
Surfaces in computer graphics are typically described either with a set of parametric functions or a single implicit equation fp = 0. The point sets resulting from the latter case are often called implicit surfaces [5] . The former parametric case enjoys the feature that a two dimensional mapping exists for the surface by virtue of the parametric functions. Computing a mapping for an implicit surface is not as trivial, there is no associated two dimensional space defined on the surface.
In this paper we describe an algorithm for extending a method introduced recently for the texture mapping of implicit surfaces [22] , to allow its use within commonly used skeletal implicit surface modeling systems. We refer to this previous algorithm as the gradient field texture mapping algorithm. This algorithm involves surrounding the implicit surface with a parametric surface called the support surface. A mapping is found between points on the implicit surface and the support surface. These points inherit their 2D texture coordinates from the support surface.
Previously the gradient field algorithm required a substantial load on the user to specify parameters and place a parametric surface around the implicit surface. Moreover, the technique is best used to texture an implicit surface globally. For instance, in [16] the method was extended to allow constructive solid geometry and warps, and in [24] it was extended to accomodate articulated jointed blends.
Our goal in this work is to define the texture directly on the surface, associated with each individual primitive skeletal element. This is possible when one notes that in a skeletal implicit surface system the individual elements often have a natural parameterization defined on their surface.
In this work we restrict ourselves to such skeletal primitives. A common method of blending implicit surfaces built with skeletal elements is to sum the scalar fields due to several individual elements. The elements themselves are built using primitives such as spheres, cylinders, cones etc. Each of these types has a natural parametric definition. The remaining work is to ensure that this mapping can be distorted properly to provide a continuous two dimensional mapping for a skeletal element even in the presence of blending with other elements.
In section 2 we describe relevant previous work. In section 3 we review the basic implicit surfaces techniques for skeletal implicit surfaces and describe the methods for using field interpolated surface attributes. In section 4 we define mappings for some commonly used primitive skeletal elements and describe the modification to the existing algorithm necessary to allow their use. Results and comparisons are presented in section 5 and conclusions are drawn in section 6.
Previous Work
Implicit surfaces are a point set defined by a single implicit function. For instance a unit radius sphere can be represented implicitly with fx; y; z = x 2 + y 2 + z 2 , 1.
Recent use of this class of surfaces computes a scalar field based on a function of distance from a skeleton of primitives. The primitives are generally lines, points, polygons etc. These techniques were introduced by Blinn [3] , and refined by Wyvill et al. [20] and Nishimura et al. [11] . For the purposes of this paper we restrict the class of implicit surfaces to skeleton based surfaces in accordance to those defined separately by Wyvill [3] . The definition of Blinn [3] uses an exponential function to define the scalar field. The exponential field function is not in widespread use, instead polynomial fields which feature finite support are used to approximate it.
Texture mapping is the definition of surface attributes through the application of a mapping function from object space to texture space [10] . A great deal of work has been done in this area. The introduction of texture mapping was by Catmull [6] and Blinn [2] . An excellent survey of the basics of texture mapping has been written by Heckbert [10] .
Texture mapping implicit surfaces is a non-trivial problem since no two dimensional space is directly defined on the surface; whereas such a mapping to a parametrically defined surface can easily be attained. The first work in texturing implicit surfaces mapped the three dimensional object space to a three dimensional texture space [21] . This solid texturing approach was very succesfull, but it remains desireable to be able to apply the two dimensional space of a raster image onto the surface.
An interactive method for defining a two dimensional mapping for an implicit surface was presented by Pedersen [13] . In Pedersen's method the user is assisted in placing a set of patches over the implicit surface. An automatic technique for computing a mapping was introduced by Zonenschein et al. [22] based on previous work by Figueredo [8] . Zonenscheins method bounds the implicit surface with an auxiliary surface which does have a natural parameterization. We have used both cylinders and spheres in our system but in principle any surface could be used. The parameterization for the implicit surface is found by mapping points between it and the auxiliary surface. The mapping is found through an interpolation of the gradient fields of the two surfaces. This is similar in principle to the two stage texture mapping due to Bier and Sloan [1] . The parameterization produced using the Zonenschein algorithm provides a global mapping for an implicit surface built from the blending of multiple individual skeletal implicit surfaces. Adaptation of the method to skeletal models built using CSG and warping, and to composite deformable models were addressed in two separate papers [16, 24] . Producing mappings at individual locations in the model is possible but requires considerable amounts of parameterization. Methods to exert local control on the mapping was presented in [23] .
The work presented in this paper deals with defining texture spaces on each individual primitive in a composite implicit surface and blending the attribute values in a continuous fashion at geometric blending points. Sherstyuk [15] describes a simple scheme based on methods described in [21] to combine the parameterizations defined on the skeletal elements. His technique does not succeed well in the presence of blending. The method in this paper presents an algorithm which finds a mapping at the blended locations of the surface by modifying the gradient mapping algorithm to suit the mapping of the individual elements.
Implicit Surfaces
In this section we review the definition of an implicit surface from a skeleton of primitives. Each primitive can be a point, a line, a circle or other types of primitives. We also review the method for defining an attribute at any point on the surface by forming a linear combination of the attribute values defined on the primitives.
Surface Definition
The definition of an implicit surface is made by selecting an iso-value in a scalar field, the resulting surface is called an iso-surface or a level set. In an implicit surface defined around a skeletal primitive, the scalar field value at any point m, is a function of the distance of m from the skeleton. implicit surface S with child primitive skeletons S i is generated using the following function:
where each r i is the distance between m and the i th child The summation in equation 1 can be replaced with some other function to enable a variety of blending effects. See works by Ricci [14] and Pasko [12] for generalized blending functions.
Surface Attributes
Modeling implicit surfaces involves the interpolation of surface attributes defined on the individual primitives [20] . For instance the colour of an implicit surface is found by interpolating colour defined on each of the contributing skeletons. The field value that the skeletal element contributes to the surface is used as its weight in the interpolation. For example, figure 2 shows the blending of two point skeletons and interpolated colour between yellow and blue. Given a point m on the L level surface of a compound implicit surface S which is due to the contribution of n child primitives, the attribute a for the surface at m is found in using equation 3.
where S i is the i th child and a i is the value of the attribute defined for the i th child. This technique can be used for interpolating attributes of any kind across the surface of an implicitly defined model (e.g., transparency, specularity, etc.), as long as the type of the data can be computed as a linear combination. In the next section we describe how to extend this method to allow for the interpolation of attributes which are dependent on a two dimensional mapping.
Texture as Attribute
In the previous section field dependent interpolation of surface defined attributes was described. In his comprehensive survey Paul Heckbert enumerated the uses of texture mapping [10] . Chief among them is the generation of more visually satisfying images. To extend the technique described in section 3.2 we will provide one method which allows implicit surfaces to be included in the types of surfaces to which we can apply texture maps.
Mappings for Single Skeletons
The extension of interpolating surface attributes to mapped attributes necessitates the definition of the mappings for each of the skeletal elements of a model. We therefore begin by briefly describing the definition of the two dimensional mappings for some standard skeleton types. In some cases it is trivial, however the displacement surface due to more complicated skeletons may not be obvious.
Point
A point skeleton generates a spherical field, the resulting surface of which is a sphere. Any standard mapping for a sphere can be used (see [18] for such a mapping).
Line
A line skeleton generates a cylinder with hemispherical caps. A suitable two dimensional mapping can be found as shown in the following equations. Figure 3 shows the setup of the l, r, and 1 ; 2 variables. The line of the skeleton is assumed to be y 2 0; l , which implies y coordinates for points on the surface are y 2 ,r; l + r .
Cone
The parametric definition for a cone is very similar to that for a line. The surface generated for a cone skeleton is shown in figure 4 , the only difference from the line skeleton is that there are differing radii for the hemispherical caps. This is due to the fact that the skeleton is not really a cone at all, rather it is a line with a radius which varies linearly along the length of the line.
The axis of the cone is assumed to be y 2 0; l , which implies y coordinates for points on the surface are y 2 ,r 1 ; l+ r 2 . This changes the formulation for the v coordinate to that shown in equation 7. The formulation for the u coordinate is unchanged. 
Poly-line
A poly-line skeleton is a set of n-lines defined by an ordered set of n+ 1 vertices. Each pair of contiguous line segments are connected with a circular arc to provide a piecewise continuous field. The radius of the connecting arcs is a user defined parameter allowing for a primitive with considerable flexibility.
This primitive can be parameterized in the obvious way.
We define the v coordinate to range over 0;1 along the length of the skeleton from tip to tip of the poly-line, and the u coordinate to range over 0;1 radially around a cross section of the surface. This definition is straight forward and is omitted for brevity. Care only needs to be taken that a continuous frame moves along the skeleton. This frame must be continuous so that the u variable does not contain discontinuities with respect to the v variable. Figure 5 shows the skeleton of a simple poly-line, and figure 9 shows an example textured poly-line blended onto a disk skeleton. To ensure a continuous frame an arbitrary frame F 0 is defined for the first point p 0 . The F i , i 0 frames are computed with respect to the F i,1 frames by rotating around the normal vector of the F i,1 frame by the angle between the two line segments. The computation of u is directly dependent on the radial angle between the vector from a point and its projection onto the closest segment and the frames' normal. It remains to compute a frame for any point along a curve joining two segments of the polyline. This can be done using an interpolation. See [4] for a complete discussion of calculating frames along a curve.
Circle
A circle is the skeleton used to generate a torus. To obtain a correct texture map using the previous gradient texture mapping algorithm, the support surface must be at least topologically equivalent to the primitive. Our algorithm described in this paper provides this naturally. The support surface used has exactly the same topology as the primitive. The parameterization in our method can be defined in any way appropriate. We choose u to be the radial angle in the plane of the circle and v to be the radial angle around the (circular) cross section of the torus normal to the plane of the circle skeleton.
Mapping Blends
The remaining part of the algorithm is to define how to find texture coordinates in an area where blending is taking Let C be the field due to a single skeletal element of a composite implicit surface S. We can compute a texture coordinate for a point p 0 on S in the field of C by stepping through a vector field from p 0 to a point p n on the L = 0 level surface of C. Figure 6 shows the location of a p n and hence an associated u; v coordinate for p 0 . The vector field is an interpolation of the gradient of S and the gradient of C, the formulation for stepping through this vector field is given by equation 9. techniques can be used to find an adaptive step size for [7] . A description of an implementation of adaptive stepping in a very similar situation is given in [17] . Once p n on the L = 0 level surface is found it can be used to find u; v coordinates for p 0 . Then an associated surface attribute value C S Figure 7 : Mapping for an individual of a composite implicit surface. The surface S is the outline of the curve surrounding the point skeletons. The element C for which a mapping is computed is the point skeleton surrounded by the trajectories for C can be found by lookup in a two dimensional texture
map. An example of this mapping for a two dimensional composite implicit surface is shown in figure 7 . Notice in this figure that for many of the trajectories the path is simply a straight line. This is the case for all types of primitives. The trajectory will be a straight line if along the trajectory the field of S is equal to the field of C. These trajectories are shown in figure 7 for illustration only. They are not generally computed as they are not needed.
Equation 9 has much in common with techniques described in [16, 22] . The difference with these methods is that they were designed to provide a global mapping for a single composite implicit surface. The method described here allows these techniques to be more easily applied to a single element of a composite skeletal implicit surface. In fact in [16] an extension was introduced that allows the method to be applied to anywhere in a hierarchy of primitives and blends in a coherent fashion. The definition of a surrounding parametric surface is required to associate a mapping with an individual of the hierarchy. In the method presented here the mapping is associated directly with the elements making up the composite surface. The attributes (texture, bump, etc.) due to the mappings are blended in exactly the same framework as already exists with the modelling system. This makes the modeling task required for the implementation of texture maps consistent with meth- Of course if the p 0 is already in a blending area, the field value for the child is not the same as the field value for the composite, then the interval analysis step can be ignored, as it is obviously part of a blend.
Results
The first example shows the result of blending two mappings from different geometries. In figure 8(c) we show the result of blending a line skeleton to a point skeleton, the result shows the smooth blending of the mappings across the geometry of the blend. In figure 8 we show two different mappings produced by the previous algorithm from [22, 16] . Figure 8 (a) uses a cylindrical parametric surface which surrounds the non zero portion of the scalar field, the orientation of the cylinder is with the axis of the blend between the line and the sphere. Figure 8 (b) uses two parametric surfaces. Each of the primitives has its surface surrounding its scalar field. Both of the parametric surfaces are cylinders.
The results indicate that the new algorithm presented in section 4 produces very similar mappings to the earlier techniques. The advantage of the new method in this example is efficiency. Table 1 outlines the relative time spent producing the mappings for the images. This indicates the amount of time the renderer spent iterating equation 9 in relation to the amount of time it spent rendering the image. It should be noted that the value of was reduced for these comparisons to an extremely small number. This caused the trajectory calculations to be extremely slow. This was done to ensure that the time taken to compute the trajectories was longer than the resolution reported by the times standard C library function, The result is exagerated ratios of texturing time to rendering time for each image. Also we did not use an adaptive step size for these experiments. figure 8 the ratio of the amount of time to perform texturing versus the time to render the image, and the time to render the image versus the time to render the same image with no texturing. It can be seen that the new method (c) is several times faster.
The results in table 1 seem at first glance to be incorrect. In the case where a single parametric surface, figure was used, 8(a), the texturing algorithm took the majority of the time of the image generation. With two parametric surfaces, figure 8(b) , the texturing time vs. rendering time ratio is greatly reduced. This is because of the nature of the model, the parametric surface did not fit the model very well in figure 8(a) , and hence a great many trajectory calculations took a very long time. Each of the two parametric surfaces used to produce figure 8(b) fits their respective primitives very well and so the trajectories were much shorter, yielding a faster image rendering despite more trajectory calculations. However, the main point of the results is that the algorithm presented in this paper greatly speeds image generation. The third example, figure 10 , shows the use of the techniques presented here in a more typical scene. The coffee cup is constructed through a hierarchy of CSG, warping and blending called the BlobTree, according to algorithms described in [19] . The texture map of the Great Train Rubbery star is applied to a line skeleton. The fourth example, figure 11 shows the combination of both techniques for texture mapping implicit surfaces. The seashell is built through controlled blending [9] of a sequence of blends simulating the spiral growth of the shell. Each of these areas are textured with a single parametric surface surrounding it using the gradient texturing method. The spikes and bumps are textured with the algorithm presented in this paper. This model is an excellent example of how well these two algorithms can work together in a single software system. Some parts of the shell lend themselves more naturally to be textured with the old algorithm and for others it is more appropriate to use the new algorithm. The combination of these techniques succeeds in providing a visually appealing texture mapping over the entire surface. All of the texture maps used are very subtle but they make the surface more visually interesting. There are approximately 550 primitives and blending and warping nodes in this BlobTree model.
Conclusion
In this paper an algorithm has been presented which unifies previous work on texture mapping implicit surfaces with a classical technique used often during modeling with implicit surfaces. The work provides a framework for the incorporation of gradient trajectory calculation methods for computing mappings into standard interpolation methods of defined skeletal surface attributes.
The main advantage of our algorithm is the elimination of user interaction and the elimination of parameters need to compute the texture mapping using other methods. Also advantageous is the realization that both previous methods and the algorithm described in this paper can easily co-exist in the same system as demonstrated by the sea shell model, figure 11 . The default method in our system is the algorithm described here, if the user wishes to apply a global mapping to a set of blended skeletal elements the techniques presented in [16, 24] can be used.
