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Abstract
This thesis investigates the Service Oriented Architecture and in particular the runtime
discovery of Web services through the development of an empowered UDDI registry called
WS-GUARD (Guaranteeing Uddi Audition at Registration and Discovery).
We start by presenting the Audition framework, a specially conceived framework that
applies the idea of testing during the Web service registration in the UDDI registry and
then we study the practical implications of its implementation focusing on the most ad-
vanced Web service technologies.
This thesis aims at modifying and extending the registration protocol of Web services
into UDDI registries in order to introduce a testing phase before actual service publishing:
only those services that pass the audition are admitted in the registry and become publicly
available at runtime.
A complete prototype implementation of WS-GUARD is described and analysed.
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Introduction
Web services and Service Oriented Architecture (SOA) are emerging technologies with a
strong capability for the future. To increase the quality and the trust on provided services
a formalised and reliable discipline for Web service verification and validation needs to be
established. The Audition framework, developed within the PLASTIC European Project
by the Software Engineering Laboratory (ISTI-CNR) [21], addresses this problem propos-
ing to test a Web service implementation for conformance to a published specification
included in the UDDI registry. The idea is to impose a sort of “audition” for the Web
services as they ask to be included in the registry as a prerequisite for granting the regis-
tration. Audition will ascertain if the Web service behaves conforming to the specification
when it is invoked.
Web services recipe is composed of three main ingredients such as SOAP, WSDL and
UDDI. Nevertheless the latter is often missing in real implementations. That happens
because UDDI is a management technology. Generally, application developers do not take
care of management right at the beginning, they mostly require only the core development
tools to build Web services i.e. SOAP and WSDL. This is the reason why UDDI is more
slowly gaining attention with respect to the two indicated above.
However, inside a SOA UDDI is surely a key technology: due to the great dynamism,
it is necessary to manage the environment and UDDI becomes the system that enables
communication among multiple environments. UDDI is the foundation for governance.
As companies start deploying more and more services and their systems get further and
further out of control, they realise that they need a registry.
But UDDI is not only for discovery of services, on the contrary its true value appears
at runtime: in particular it allows service clients and providers to retrieve, publish and
share information.
In this context UDDI is a standard protocol to talk to a registry and the registry itself
provides this information exchange. From this point of view UDDI is a critical component
of the system.
Web service testing can take advantage from this important role played by UDDI in
SOA and it is what the Audition framework does: Audition proposes to assign to the
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UDDI registry an additional role as validator of Web services as they ask to be registered.
This thesis investigates the many issues necessary to realise the Audition framework in a
Web service setting. A special Proxy component called WS-GUARD (Guaranteeing Uddi
Audition at Registration and Discovery) has been developed that augments the UDDI
with the Audition required functionality.
As a result, WS-GUARD behaves as an enhanced UDDI registry: it introduces some
modifications to the foreseen Web Service registration protocol and manages the addi-
tional information required to add the “auditing” phase contextual to the registration.
The “audition” is undertaken before registering the service by starting a testing engine.
Only those services that pass the testing phase are admitted in the registry and become
publicly available at runtime. Since WS-GUARD has been developed as a Proxy, clients
are able to interact with WS-GUARD in the same way they would deal with the regular
UDDI registry. WS-GUARD relies on a set of standards and widely accepted Web service
specifications such as WSDL, UDDI, WS-Addressing and technologies such as Apache
Axis2, Apache Tomcat, jUDDI, UDDI4J.
The testing activity undertaken by the Web services under registration requires infor-
mation concerning the usage of the described service. From this point of view the standard
WSDL documents, that mainly report signatures, are inadequate. This fact motivates a
WSDL extension specification called Service State Machine (SSM) [19]. SSMs are suitable
for test case generation and express the protocol that potential clients are expected to
follow.
To pursue its tasks Audition supposes that every Web service implementation available
in UDDI links to a SSM and that this specification is registered inside the registry itself.
The solution proposed in this thesis is a mapping of SSM into the UDDI data model.
This is accomplished making use of the most versatile and powerful UDDI data structure,
suitable to represent any kind of specification or protocol: tModel.
This thesis is organized as follows. In Chapter 1 we sketch some basic concept of Web
service and Service Oriented Architecture and we describe the main characteristic of the
PLASTIC European project regarding the problem of how to test Web services. We briefly
describe the PLASTIC approach to testing Web services and in particular we introduce
the Audition framework for Web services as the starting point of this thesis.
Chapter 2 gives a rapid overview of service discovery technologies and presents a deeper
description for the specific Web service field by describing the UDDI standard directory
and discovery specification.
In Chapter 3 we will describe Audition. This Chapter will explain how the work realised
in this thesis contributes to implement the PLASTIC vision of testing Web services.
Chapter 4 covers three main topics. At the beginning it introduces the main Web ser-
vice technologies used to implement the WS-GUARD service: the Web Service Description
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Language (WSDL) and the Apache Web service framework (Axis2). Then this Chapter
shows how the identified aspects have been implemented in the WS-GUARD Web service.
Finally this Chapter explains how the SSM specifications and SSM instances, representing
formal specifications of the Web service behaviour, are mapped in UDDI data model by
extending it.
Chapter 5 gives some conclusions and possibility for future work.
3
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Chapter 1
Introduction to SOA and Testing
of Web Services
1.1 Web Service Architecture, Service Oriented Architec-
ture and Web services
The purpose of the W3C Web Service Architecture (WSA) [45] is to provide a common
definition of what a Web service is and to define its place within a larger Web services
framework. The WSA describes both the minimal characteristics that are common to all
Web services, and a number of characteristics that are needed by many Web services.
The Web services architecture is an interoperability architecture: it identifies those
global elements of the global Web services network that are required in order to ensure in-
teroperability between Web services. The W3C Glossary [44] gives the following definition
of a Web service:
A Web service is a software system designed to support interoperable machine-
to-machine interaction over a network. It has an interface described in a
machine-processable format (specifically WSDL). Other systems interact with
theWeb service in a manner prescribed by its description using SOAP-messages,
typically conveyed using HTTP with an XML serialization in conjunction with
other Web-related standards.
The primary use of a Web service is to expose the functionality performed by internal
systems and making it discoverable and accessible through the Web in a controlled manner.
Web service architecture involves many layered and interrelated technologies (Figure 1.1):
 XML offers a standard, flexible and inherently extensible data format;
 SOAP defines an XML-based messaging framework: a processing model and an
extensibility model. SOAP messages can be carried by a variety of network protocols;
such as HTTP, SMTP, FTP, RMI/IIOP, or a proprietary messaging protocol;
5
Figure 1.1: Web service stack
 WSDL is a language for describing Web services;
 UDDI is a description and discovery specification.
These technologies address the basics of interoperable services. Web services represent
one of the ways the Service Oriented Architecture (SOA) can be implemented. The W3C
Glossary [44] definition of SOA is:
A set of components which can be invoked, and whose interface descriptions
can be published and discovered.
The introduction of SOA and Web services is in line with a chronological evolution of
the technology used for building distributed applications.
Complex distributed applications rely on middleware. Middleware is a software that
connects applications, allowing them to exchange data. The bad thing is that different
middlewares do not interoperate.
The most widely-publicized middleware initiatives are the Open Software Foundation’s
Distributed Computing Environment (DCE), Object Management Group’s Common Ob-
ject Request Broker Architecture (CORBA), and Microsoft’s COM/DCOM.
Middleware is the enabling technology of Enterprise application integration (EAI). EAI
is the process of integrating a set of enterprise computer applications in order to realise
financial and operational competitive advantages.
During the years EAI has extended from systems within a single company to systems
not running within a single company but managed and operated by different companies.
When dealing with complex scenarios like this, middlewares such as the mentioned
above does not allow the required interactions just because they do not interoperate.
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The limitation of these systems forced to continue the evolution of the technology for
building distributed applications that led to the current efforts around Web services and
service oriented paradigm in application development.
SOA can be achieved with many types of middleware: there have been many initiatives
over the years to deliver SOA looking at CORBA and DCOM. However, the emergence
of the Internet and the Web service standard technologies presented the opportunity to
overcome the shortcomings of previous attempts.
To overcome the traditional middleware limits and therefore to allow more and more
complex EAI, SOA and Web services have been introduced.
Service Oriented Architectures have the following key characteristics:
 SOA services have self-describing interfaces in platform-independent XML docu-
ments. Web Services Description Language (WSDL) is the standard used to describe
the services.
 SOA services communicate with messages formally defined via XML Schema (also
called XSD). Communication among consumers and providers or services typically
happens in heterogeneous environments, with little or no knowledge about the
provider. Messages between services can be viewed as key business documents pro-
cessed in an enterprise.
 SOA services are maintained in the enterprise by a registry that acts as a directory
listing. Applications can look up the services in the registry and invoke the service.
Universal Description, Definition, and Integration (UDDI) is the standard used for
service registry.
 Each SOA service has a quality of service (QoS) associated with it. Some of the key
QoS elements are security requirements, such as authentication and authorization,
reliable messaging, and policies regarding who can invoke services.
SOA is emerging as the most promising architectural paradigm which provides support
to dynamically evolving software architectures, where both the components and their
bindings may change dynamically. The SOA style is characterized by the following features
[24]:
 publication: a service is made publicly available by publishing its description in a
standard manner that other may understand;
 discovery: a service is searched based on the requested features it offers and by
matching the request with the available published descriptions;
 binding: based on the search results, a binding is established between a service
request and a service offer.
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To clarify the relationships between SOA and Web services it is useful to point out that
SOA is an architectural pattern stating software design principles, while Web services are
services implemented using a set of standards; Web services is one of the way the SOA
paradigm can be implemented. Implementing SOA with Web services is the preferred
choice because it provides a platform-neutral approach to accessing services and better
interoperability.
In general SOA and Web services are most appropriate for applications:
 that must operate over the Internet where reliability and speed cannot be guaranteed;
 where there is no ability to manage deployment so that all requesters and providers
are upgraded at once;
 where components of the distributed system run on different platforms and vendor
products;
 where an existing application needs to be exposed for use over a network, and can
be wrapped as a Web service.
Recently has emerged the new pervasive computing interaction paradigm. Pervasive
computing environments (or ubiquitous computing) embed networked devices from var-
ious application domains characherised by high heterogeneity. This diversity of devices,
networks and software infrastructures, demands for a computing paradigm that enable
loose and dynamic coupling among heterogeneous resources.
SOA seems to be the most appropriate paradigm in pervasive computing environments
and in the last decade the trend to build and operate SOAs in this kind of networks has
considerably increased. In particular SOA is appropriate because it allows to resolve many
of the critical heterogeneity issues.
To deal with new challenges prospected by the pervasive computing paradigm the PLAS-
TIC (Providing Lightweight and Adaptable Service Technology for pervasive Information
and Communication) European project has been set up.
PLASTIC aims at providing a platform for the development and validation of appli-
cations in Beyond3G (B3G) networks. In particular, the work presented in this thesis has
been realized within the PLASTIC Work Package 4: Service Validation Methodology and
Tools led by the Software Engineering Laboratory at ISTI-CNR.
The project platform [20] will integrate innovative methods and tools to cover services
development stages from design to validation and a supporting middleware for service
provisioning in pervasive network environments.
In pervasive environments information and communication technologies are every-
where, for everyone and at all times. Information and communication technology will
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be an integrated part of our environments. Pervasive computing devices are not only per-
sonal computers but very tiny, even invisible, devices, either mobile or embedded in almost
any type of object all communicating through increasingly interconnected networks.
To face the new challenges introduced in this kind of environments the PLASTIC
platform will provide services a dynamic way to adapt themself to the environment with
respect to resource availability. More specifically the PLASTIC objective is:
Enabling technologies for mobile services creation allowing rapid service de-
ployment and testing independently of specific execution platforms based on
open technologies guaranteeing interoperability via the development of a struc-
tured logical mobile platform architecture [20].
1.2 Testing Web services: an hard task
Testing Service Oriented Architecture and Web services presents a set of difficulties.
Discovery and binding of Web services may be performed dynamically; this introduces
an high degree of dynamism bringing a severe impact on the testing activity. In particular
from the tester point of view:
 SOA is a form of distributed systems architecture, hence applications in this domain
are built by integrating diverse pieces of software that must work together;
 services involved in the architecture are generally developed by different stakeholders;
 the architecture configuration may change during runtime: dynamic discovery of
Web service at runtime introduces an high level of unpredictability;
 services that take part in the interaction do not operate in the same processing
environment hence nobody has a full control on the overall service-based application.
The listed issues represent the greatest difficulties that the SOA adoption brings re-
garding testing purpose. Furthermore an engineering approach to testing service oriented
architectures requires the availability of a machine-processable description of services and
a means by which such information can be stored and retrieved. This requirement is in
line with the currently adopted technologies in the Web service field where WSDL and
UDDI address these needs.
The WSDL description gives too few information to accomplish any engineering activ-
ity but the UDDI data model can be extended to store further information. tModels are
UDDI structures able to increase the information model to describe Web services.
With no doubts nowadays Web services are considered a key technology but research
in this area does not seem to draw an adequate attention from the testing community.
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Figure 1.2: PLASTIC testing stages [19]
The PLASTIC European project tackle this lack proposing a new testing approach. The
PLASTIC approach aims to provide a peculiar solution to address some of the testing
problems within B3G and the service oriented domain. The approach foresees a main
distinction related to the environment in which the software is inserted in a specific moment
by introducing on-line and off-line stages :
 off-line: the service is tested by its developers trying to anticipate possible usage
scenarios. The testing is conducted in a simulated environment before service de-
ployment. With regard to off-line validation, the proposed testing techniques are:
simulation-based testing and model-based testing on symbolic state machines;
 on-line: the service is tested after deployment by validating its behaviour while
executing in the real environment. This methodology is necessary since services
are generally bound at runtime so it is not always easy to predict which will be the
service that will cooperate to complete a particular task. On-line testing comprends:
1. on-line testing before publication, by which a service undergoes a sort of quali-
fication exam, called Audition, before it can be “officially” recognized as having
adequate quality for being included in the PLASTIC environment;
2. monitoring of the service behaviour during real usage allows to check the be-
haviour of the service also at runtime.
In association to the off-line testing, the adoption of on-line testing is needed because
of the high runtime dynamism of service-based systems. Validation of applications should
be realised by combining both these kinds of testing.
Figure 1.2 shows the two main stages of the software life cycle described above and
identifies the main steps within the on-line stage. From the tester point of view it is
important to distinguish whether the deployed service is already published and available
to the end users, or not yet. The approach proposed in PLASTIC split the on-line testing
in two different sub-phases: the first one is related to the deployment of the software
and the second one to its real usage. The deployment sub-phase has been subdivided
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into three different steps: Installation, Admission, Publication. The first one concerns
the installation of the software on a real machine and in general refers to the activities of
copying software artefacts in specific locations.
The second subphase of the deployment step in Figure 1.2 is Audition, a peculiar
PLASTIC testing approach. The idea underneath this subphase is to associate a testing
session with the registration and publication process. In such a manner the publication of a
software end-point will be guaranteed only to high quality software probably reducing the
risk of runtime errors. Chapter 3 in this thesis describes Audition, a specially conceived
framework that applies the idea of testing during the publication step, and explain how
the work realized within this thesis contributes to realize the PLASTIC approach.
The third deployment sub-phase is the publication and is referred to the registration
of a software access point within a directory service. If the publication ends successfully
the software will be publicly available.
Live Usage sub-phase is devoted to the verification of software behaviour during real
executions by observations including functional aspects and also QoS parameters.
11
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Chapter 2
Service Publishing and
Discovering
The term “discovery” refers to a variety of activities: it can denote the activity of adver-
tising and finding devices or services on a network, or it can mean accessing a directory.
Service discovery protocols (SDP) are protocols for specific networks which allow au-
tomatic detection of devices and services offered within the network. SPD offers the
capability of automatically identify an hardware or software service in a network such as
a scanner, printer, Web service or shared file. Discovery systems either use central repos-
itories where services are registered or they provide a method for querying every device
on the network.
As introduced in Chapter 1, pervasive computing environments are composed of various
heterogeneous inter-connected networks such as Internet, home network, mobile ad hoc
networks with various service discovery protocols like UDDI, Jini, UPnP, SLP.
Each service discovery technology is tailored for a specific environment: UDDI is for
Web services, Jini is for Java Objects, UPnP enables communication between devices on
LAN network, SLP allows computers and other devices to find services in a local area
network without prior configuration.
Among the major service discovery protocol design choices we remind [26]:
 Service discovery and registration. Clients, services and directories have two basic
options for exchanging discovery and registration information: announcement-based
approach and query-based approach. In the announcement-based approach inter-
ested parties listen on a channel. When a service announces its availability and
its information all parties hear the information. Doing so a client might learn that
the service exists and a directory might register the services information. In the
query-based approach a party receives an immediate response to a query and does
not need to process unrelated announcements. Multiple queries asking for the same
information are answered separately.
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 Service discovery infrastructure. Protocols choose between directory-based and
nondirectory-based infrastructure models. The directory-based model has a ded-
icated component: a directory that maintains service information and processes
queries and announcements. The nondirectory-based model has no dedicated com-
ponent. When a query arrives, every service processes it. If the service matches
the query, it replies. When hearing a service announcement, a client can record ser-
vice information for future use. The nondirectory-based model is suitable for simple
environments such as individual homes where the services are relatively few. The
directory-based model is more suitable for environments with hundreds or thousands
of services, where a directory can process client queries more efficiently. Directory-
based models fall into two design categories: flat and hierarchical structures. In a flat
directory structure, directories have peer-to-peer relationships. Tree-like hierarchical
directory structure responds to a precise need. Because pervasive computing envi-
ronments often integrate services with ambient environments or people, a directory
must determine whether the service information that it exchanges with a neighbor
or a parent directory is appropriate in terms of locality, security, and privacy.
 Service invocation model. After service selection, a client invokes the service. Invoca-
tion involves a services network address, an underlying communication mechanism
and operations specific to an application domain. Existing service discovery pro-
tocols provide three different support levels. At the first level, protocols provide
only network addresses in the form of service locations; applications are responsible
for defining the communication mechanism and operations. At the second level,
in addition to service location, a protocol defines the underlying communication
mechanisms. For example, Jini uses Remote Method Invocation and downloadable
Java code. The Java code moves from a service to a directory and then to a client.
Next, the client calls the service via the downloaded code. UPnPs communication
mechanism is based on XML, SOAP, and HTTP. The platform-independent UPnP
protocol stack increases interoperability. UDDI is based on a similar underlying
communication mechanism: XML, SOAP, and HTTP; WSDL provides a model to
describe operations, message flows and fault handling. At the third level, UPnP
defines application operations specific to an application domain in addition to the
communication mechanism and service location.
 Service description format. In the discovery process, a client searches a service
by specifying a service name and attributes. To provide expressiveness for var-
ious services and expandability for new services, many discovery protocols use a
template-based approach to naming: they define a format for service names and
attributes. In addition to template-based naming, several protocols offer a prede-
fined set of common attributes and frequently used service names. For example,
Bluetooth SDP defines a set of 128-bit Universal Unique Identifiers for frequently
used services and a set of attribute IDs. This eliminates ambiguity regarding names
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and attributes when clients, services and directories interact. Several protocols, such
as Jini and Bluetooth SDP, offer user-friendly service names and attributes besides
the machine-friendly versions. The various templates and predefined service names
and attributes mean that pervasive computing environments face the problem of
how clients, services, and directories can understand each other when more than one
discovery protocol is widely adopted.
Context-awareness and adaptation are key aspects of PLASTIC applications. Such
properties characterise services in the pervasive computing environment that can handle
mobility and changes in the supporting platforms and networks.
The vision of PLASTIC is that the provided applications can react to context changes,
both anticipated and unanticipated, and adapt themselves in order to continue to provide
services.
The validation of this kind of dynamic properties would demand that, for each given
service under test, we think in advance of all the many changes of context that could
happen and observe which is the behaviour of the service under each new context.
The complexity of this activity is due to two main reasons:
 the parameters to take into account would be too many;
 the service reconfiguration may happen dynamically at runtime, and involve scenar-
ios of services interaction that are not foreseeable at the time the service is tested.
Even if the monitoring of the systems at runtime provides real evidence of the behaviour
of a software element also for what concerns adaptability, in general the effects produced
by wrong behaviour are not always easy to remove. Indeed the approaches to testing of
a service before live usage phase currently defined within PLASTIC do not allow for the
prediction of context-awareness or adaptability properties of the service, as trying to tackle
such qualities off-line is extremely expensive. Nevertheless it would be certainly helpful
to have mechanisms for the verification of context-awareness and adaptability before real
usage of a software.
As a consequence PLASTIC is currently investigating the introduction of mechanisms
for context-awareness verification before the live-usage phase and, in particular, during
Audition. Current efforts are aimed to analyse how the framework can be adapted to
consider the mentioned dynamic properties of services also during testing.
A first endeavour is to take advantage from the directory and discovery service that the
Audition framework encloses.
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In this sense a suitable solution could be the adoption of a context-aware service dis-
covery middleware called MUSDAC and developed by one of the partner of the project
[23]. MUSDAC seems to best fit the PLASTIC requirements because it deals in pervasive
computing environments and it offers a context-aware discovery service. During the early
stages of this work we investigated the MUSDAC middleware and we considered the pos-
sibility to include the Audition features on it. After a deep analysis of the middleware we
found out that MUSDAC offers a poor support for standard Web services and in partic-
ular it currently does not foresees a support for UDDI. MUSDAC does not provide a full
registry service: its registry behaves only as a cache for the received inquiries denying the
possibility to maintain additional information about registered services. As a consequence
our following efforts have been addressed on the UDDI specification.
The UDDI specification is the current adoption as the directory and discovery service in
the Audition framework. UDDI has been included by the W3C as one of the Web services
enabling technologies. As a consequence its usage brings an high level of standardization
and interoperability. In addition to this the UDDI data model can be easily extended to
include further Web service description documentation. Furthermore a wide range of open
source products are currently available making easy its acceptance.
Summarising, the two service discovery technologies we introduced here and that we are
going to describe in the following sections, MUSDAC and UDDI, address different objec-
tives and each presents peculiar characteristic needed to be managed in PLASTIC. The
former provides a suitable solution for the challenging dynamic properties such as context-
awareness and adaptability, the latter is an easy extensible registry and it guarantees to
tackle the widely accepted W3C Web service standard.
Considering the specific characteristics of MUSDAC regarding the pervasive computing
environment, future development will aim at adapting the middleware to Web services and
in particular to UDDI. Future implementations within the PLASTIC project will possibly
consider this aspect.
The rest of this chapter is dedicated to describe the mentioned MUSDAC middleware
(section 2.1) and in section 2.2 we will describe the directory-based UDDI specification
for Web services discovery.
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2.1 MUSDAC: a context-aware service discovery solution
The MUlti-protocol Service Discovery and ACcess (MUSDAC) middleware1 has been de-
veloped by the INRIA-ARLES research group involved in the PLASTIC project. As
explained above, pervasive computing environment includes many different SDP each ad-
dressed to a specific network environment. This brings to a lack of interoperability limiting
the interconnectivity between the different networks available at a location. To address this
issue the MUSDAC middleware provides a comprehensive SDP solution for heterogeneous
networks: it allows clients in a protocol, supported by MUSDAC, to discover services in
any supported protocol and in any supported kinds of network. The MUSDAC supports
wired network (e.g. intranet, Internet) and wireless networks (e.g. WLAN, HotSpot).
In addition to this MUSDAC can manage context-aware service discovery. Context and
profile information characterizing user, service and network domain are exploited to make
the service discovery more effective and efficient.
Architecture Overview[22]
MUSDAC operates in each network of the pervasive environment through a Plugin com-
ponent that interacts with a specific SDP to collect service information. A MUSDAC
Service is registered by the Plugin in each active SPD within the local network. As a
consequence client applications explicitly interact with the MUSDAC Service using their
preferred discovery and access protocol. A MUSDAC Manager is the component dedi-
cated to handle discovery and access requests within the network for local and remote
clients. Communications of service discovery and service access among the networks of
the environment are assisted by Bridges. All these components are shown in Figure 2.1.
The communication between MUSDAC components (managers and bridges) is per-
formed with a multicast channel. The communication between clients of a discovery
domain and the MUSDAC service is performed using either SOAP messages or a direct
connection (socket) in the case of a service discovery. In the case of a service access, the
communication is performed only using SOAP messages.
Service Discovery in MUSDAC
A client looking for a service in the pervasive environment first discovers the MUSDAC
Service using its preferred SDP and sends its request. Once received, the MUSDAC
Service forwards the discovery request to the local Manager that sends it in parallel to the
local SDA Plugins (for discovering suitable services in the local network), and to the local
Bridges (for propagation to nearby networks). A Manager receiving a remote discovery
request processes it as a local one (i.e., forwards it to its own SDA Plugins and Bridges)
1The MUSDAC Middleware is an open-source software freely distributed under the
terms of the GNU Lesser Public License (LGPL) and available at the address http://www-
rocq.inria.fr/arles/download/ubisec/index.html
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Figure 2.1: MUSDAC components [22]
but returns the results to the originating Bridge. Finally, the client’s Manager collects
local and remote results and returns them.
Context information
MUSDAC considers three types of context information: the user context, the service
context and the network context. The user context stands for the execution context and
the service context stands for any parameter used to describe the current status of a
services execution. The network context includes both static and dynamic parameters:
number of active users, number of available services, security level, cost, type protocol,
type network, creation time, load.
The MUSDAC context manager stores the network context and maintains an history of
past contexts to make the context estimation more reliable. The context manager needs to
propagate network context information to MUSDAC bridges in order to correctly perform
the propagation of MUSDAC requests in other network. Every time a MUSDAC request
is received, MUSDAC bridges evaluate the network status and decide if the request can
be propagated or not. If the context information available about the network status is too
old, before propagating the MUSDAC request, the MUSDAC bridge can send a request to
retrieve a more updated information. The user or the network administrator can specify
context rules used to perform the matching between users context and services context
or between users context and networks context. The matching consists in verifying the
validity of these context rules.
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Figure 2.2: Web service stack
2.2 UDDI
Universal Description, Discovery and Integration, or UDDI, is a specification defining a
framework for describing and discovering Web services. Central notion of this technology
is the business registry, a web-based naming and directory service[1]. UDDI defines data
structures and APIs for publishing service description in the registry and for retrieving it.
UDDI registries have the ability to represent data and metadata about Web services. They
offer a standard mechanism to classify, catalog and manage Web service in such a way
that they can be discovered and consumed by other applications. UDDI is based upon
several well established industry standard such as HTTP, XML, XML Schema (XSD),
and together with SOAP and WSDL represents the foundation standard of Web services
enabling technologies (Figure 2.2). In particular SOAP is used to define messages that are
exchanged between the registry and its clients to perform inquiry and publishing activities,
WSDL is used to describe Web services interfaces in a easily computer processable format.
In developing a services-based application UDDI can give several benefits at both
design-time and runtime. Such benefits concern for:
 publishing information about Web services;
 finding Web services that meet given criteria (to perform dynamic discovery and
binding of Web services at runtime);
 increasing code re-use.
2.2.1 A brief history
UDDI refers to a specification and an organization, UDDI.org. This is a consortium
composed of more than 200 major software developers and e-business leaders and it has
been established in September 2000. The consortium released the first UDDI specification
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(version 1.0) in September 2000 with the objective to create a foundation for registry of
Internet-based business services. One of the consortium first efforts was the creation of
a “Universal Business Registry” (URB) that represented a master directory of publicly
available e-commerce services. The UDDI version 2.0, released in June 2001, aimed to
align the specification with emerging Web services architectures and to provide a more
flexible service’s taxonomy. The OASIS consortium2 adopted the Version 2 of UDDI as an
OASIS open standard in 2003, this adoption gives to the specification the hightest level
of support as a standard for use in Web services systems. UDDI Version 3.0, released
on 2004, is fitted to support secure interaction of private and public implementations as
major element of service-oriented infrastructure and addresses features like international-
ization and registry interoperability. The current 3.0 specification represents a significant
milestone in UDDI’s evolution: its features definitions are stable and backwards compat-
ible with earlier versions of the standard. Currently only few and proprietary Version 3
compliant implementations have been developed: as any big specification, UDDI Version
3 will take some time to spread and to completely substitute its predecessor. The ma-
jor industrial efforts so far have been spend on implementing Version 2 compliant tools.
The majority of registry implementation and library, especially open source project, are
compliant to the Version 2 of the UDDI specification that has been widely accepted form
the Web service community. In particular, from the Java developer point of view, two
important UDDI Version 2 compliant open source projects have been developed. These
are an UDDI registry implementation called jUDDI and an API for accessing the registry,
UDDI4J. Both of them will be widely introduced in section 2.2.9, they are quite complete
and stable implementations of the standard. This is the reason why UDDI Version 2.03,
that is the last release of the Version 2 family, has been chosen in the current project.
2.2.2 UDDI Version 2.0 Data Model
Data Model overview
UDDI Version 2.0 defines the registry data model [2]. The basic information model used
by UDDI consists of a hierarchy of five basic data types. They are: businessEntity, busi-
nessService, bindingTemplate, tModel and publisherAssertion. Each structure is formally
described in an XML Schema explaining its fields and contents. XSD was chosen because
it supports rich data types and it allows to describe and validate information based on
information model represented in schemas. All UDDI data type are expressed in XML
and can be stored persistently by a conformant registry. XML was chosen because it offers
a platform-neutral view of data and allows hierarchical relationships to be described in
a natural way. To each core data structure within a UDDI registry is assigned a unique
2OASIS (Organization for the Advancement of Structured Information Standards) is a not-for-profit,
international consortium that drives the development, convergence, and adoption of e-business standards.
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identifier, called UDDI key3, according to a standard scheme.
A keyedReference is a structure used by service providers to categorise UDDI regis-
trations. This structure includes three attributes: tModelKey, keyName, keyValue. The
first two attributes are required, the keyName is optional and is not useful for searches.
Similarly to the keywords associated to a web page by a search engine, categorisation
information provided by keyedReferences is crucial for a registry to be able to perform a
fine-grain search for a particular type of Web service.
Data structures types description
The five core date structures, as shown in Figure 2.3 are:
 businessEntity: the businessEntity structure models descriptive information re-
lated to the organization that provides Web services. It lists the company’s name,
address, other contact information and business type categorisation data.
 businessService: the businessService structure describes information about a ser-
vice. A service is a group of related Web services offered by a businessEntity. Ac-
tually a businessService will correspond to one kind of service provided at different
addresses, in multiple versions and through different technologies (e.g. different pro-
tocol binding)[28]. Each businessService structure is the logical child of a single
businessEntity structure. The link to the containing businessEntity is determined
by examining the embedded businessKey value.
 bindingTemplate: the bindingTemplate structure provides the most interesting
technical data. It describes a Web service in terms of the technical details necessary
to use it: where to find the service (the service entry point at which the Web service
is available) and how to use the service (the peculiar characteristic of a given imple-
mentation like transport, binding and tModel describing the Web service interface
and other service properties).
 tModel: the tModel name stands for “technical model”. It is a container for any
kind of specification. The tModel structure responds to the need of being able to
describe compliance of a Web service with a specification, concept or even a shared
design. This structure can be used to describe specifications, classification or identi-
fications. Associating a tModel to a Web service allows to describe how it behaves,
what convention it follows, what specifications of standards it is compliant to. In or-
der to fully describe a Web service inside UDDI one or more tModel structures need
to be referenced. In this way it is possible to perform searches for precise and useful
3UUID keys are generated and assigned to the data structure the first time it is inserted into the registry.
The key is a hexadecimal string generated according to the ISO/IEC 11578:2996 standard. The unique of
the generated identifier is guaranteed by this standard concatenating the current time, hardware address,
IP address and random number in a specific manner.
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Figure 2.3: UDDI Data Model
services. The tModel structure contains the tModel’s name, a short description and
a pointer to the source document of the specification it represents.
 publisherAssertion: the publisherAssertion structure has been introduced in Ver-
sion 2 of the specification to support relationships between businesses. The recom-
mended practice for a business with many large sub-divisions, that wants to register
in a UDDI registry, is to register a separate businessEntity for each division rather
than have a single businessEntity entry in the registry. It would be useful to make the
relationship between the company divisions visible within the UDDI registries, this
can be accomplished with the publisherAssertion structure which allows businesses
to publish relationships between businessEntitys. To eliminate the possibility that a
publisher claims a relationship to another that is not reciprocated, both publishers
must publish identical assertions for the relationship to become visible.
UDDI Data Model remarks
As can be seen from the structure relationship, there is a containment relationship between
the businessService and bindingTemplate structures, and between the businessEntity and
businessService structures. A businessEntity can have multiple businessService structures,
but a businessService structure can only have one businessEntity as owner. On the other
hand, the tModel structure can be referenced from all the other structures.
The businessEntity, businessService, tModel, and publisherAssertion refer to a tModel
22
as a namespace, whereas the bindingTemplate refers to it as a service type. The interesting
thing to notice is the use of tModel to refer to itself like a namespace for classification
(taxonomy).
UDDI is a general-purpose registry. It can be used to register any type of service, not
just Web services. UDDI does not require that the services registered within it support
SOAP and are described using WSDL. In fact, there are no dependencies among the
three Web services technologies but the system works best when these technologies are
combined. Developers looking for a Web service interact with the UDDI registry searching
for a service offered by a business. Starting from the bindingTemplate registration for the
specific service, the developer can obtain the service access point and a pointer to the
tModel that describes the service type. From the tModel, it is possible to obtain the
WSDL description of the service interface.
2.2.3 UDDI Version 2.0 API Specification
API Overview
The programmatic interface [1] provided for interacting with systems that follow the UDDI
specification makes use of XML and the related SOAP technology. The UDDI API is a
SOAP-based API meaning that every invocation takes the form of a SOAP message. The
requests typically define which function is requested. This is passed to a UDDI registry
provider that replies with a SOAP document. The UDDI Version 2.0 API Specification
Schema defines approximately 40 SOAP messages (25 requests and 15 responses) that are
used to perform inquiry and publishing functions against any UDDI compliant service
registry.
The UDDI specification describes two APIs: the Inquiry API and the Publish API.
They are accessed using the same techniques but use different data structures and access
points. The API can be partitioned into three groups that follow broadly used conventions
which match the need of software traditionally used with registries:
 Browse APIs: these APIs find elements and the information associated with entries
in a UDDI registry. This category consists of find xx APIs.
 Drill-down APIs: the elements in a UDDI registry are organized in hierarchies. Once
we can find elements using the find xx APIs, we can further navigate the hierarchy
using get xx APIs.
 Publishing APIs: these allow programmers and systems to manage information
stored in a UDDI registry.
All operations that a UDDI registry performs are synchronous, meaning that the request-
ing client blocks and waits until it receives a response message. In addition to this, all
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operations have a simple request/response mechanism that gives them a stateless be-
haviour. The following sections provide details on request/response semantics and error
handling.
Inquiry API functions
The Inquiry API consists of a set of operations that enables to locate data in a registry to
obtain information about specific businessEntitys, the businessServices a businessEntity
offers, the bindingTemplates, the specifications of those bindingTemplates and information
about how to cope with failure conditions. All the read operation form a UDDI registry
uses one of the Inquiry API’s messages. The Inquiry API does not require authenticated
access thus it is accessed using HTTP. The Inquire API consists of:
 find binding: used to retrieve bindingTemplate structures, within a registered busi-
nessService, matching the criteria specified in the input arguments. The zero or more
bindingTemplate structures found are contained in the bindingDetail structure.
 find business: used to locate businessEntity structures that meet the criteria speci-
fied in the input arguments. This API retrieves zero or more businessInfo structures
contained within a businessList structure that is returned to the caller.
 find relatedBusiness: used to locate information about businessEntity registrations
that have a relationship related to specific business entity whose key is passed as
argument. This message returns a relatedBusinessList message.
 find service: used to retrieve businessService structure within a registered busi-
nessEntity. Returns a list of matching businessService documents contained in a
serviceList structure.
 find tModel: used to locate one or more tModel structures which are returned in a
tModelList structure.
 get bindingDetail: used to get full bindingTemplate information suitable for making
one or more service requests. Returns a bindingDetail message.
 get businessDetail: used to get full businessEntity information for one or more busi-
nesses or organizations. Return a businessDetail message.
 get businessDetailExt: used to get full extended businessEntity information. Re-
turns a businessDetailExt message.
 get serviceDetail: used to get full details for a given set of registered businessService
data. Returns a serviceDetail message.
 get tModelDetail: used to get full detail for a given set of registered tModel data.
Returns a tModelDetail message.
24
Publishing API functions
The Publishing API is used to create, store, and update information located in a UDDI
registry. All functions in this API require authenticated access to the UDDI registry. For
this reason the registry must be accessed in an authenticated way by passing the security
credentials as a parameter of the XML document for each UDDI invocation. The need of
authenticated access for publishing APIs is realized accessing the registry over HTTPS,
with a different URL than the one used for the inquiry.
The Publishing API consists of:
 add publisherAssertions: used to add new relationship assertions to the existing set
of assertions.
 delete binding: used to remove a registered bindingTemplate from the registry.
 delete business: used to remove a registered businessEntity from the registry.
 delete publisherAssertions: used to delete specific publisherAssertions from the as-
sertion collection controlled by a particular publisher account. Deleting assertions
form the assertion collection will affect the visibility of business relationships. Delet-
ing an assertion will cause any relationships based on that assertion to be invalidated.
 delete service: used to remove a registered businessService from a businessServices
collection that is part of a specified businessEntity.
 delete tModel: used to hide a registered tModel. Since this API is invoked, the
tModel is no more usable for reference purpose and can’t be accessed via the
get tModelDetail message. Actually the tModel is simply hidden from the find tModel
result set.
 discard authToken: used to inform a registry that an authentication token is no
longer valid.
 get assertionStatusReport: used to get a status report containing publisher asser-
tions and status information.
 get authToken: used to get an authentication token. Authentication tokens are
required when using all APIs in the publisher API.
 get publisherAssertions: used to get a list of active publisher assertions that are
controlled by an individual publisher account.
 get registeredInfo: used to get all information currently managed by a given indi-
vidual.
 save binding: used to register or update a bindingTemplate information.
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 save business: used to register or update a businessEntity information.
 save service: used to register or update a businessEntity information.
 save tModel: used to register or update a tModel information.
 set publisherAssertions: used to set the complete set of publisher assertions for an
individual publisher account.
2.2.4 UDDI usage scenario
This section wants to show how an organization can take advantage from the usage of a
UDDI registry. The described use scenario considers the case of a financial consortium,
owning a private UDDI registry, that needs to evaluate the activity of a number of affiliated
small businesses. The holding company, interested in controlling its small business, will
be able to get the evaluation results. In this scenario the consortium service is a service
broker and it represents the UDDI registry, the small businesses are the service providers.
The consortium first task is to publish information so that consortium’s firms can im-
plement Web services that conform to the standard. The consortium produces and pub-
lishes an abstract WSDL document defining the valutation service characteristics. Then
theWSDL becomes publicly accessible at a certain location (for example www.financial.org/-
valutationService.wsdl). This WSDL document defines a specific tModel for the financial
valutation service. UDDI generates a unique key for the tModel (tModel key: uuid:11111111-
1111-1111-1111-111111111111) and stores the WSDL URI in the registry. When a firm,
member of the consortium, needs to produce the valutation Web service it will:
1. Publish itself as a businessEntity, with an empty businessService, in the consortium
private registry. The save_business elements the consortium compose is:
<save_business generic="2.0" xmlns="urn:uddi-org:api_v2">
<authInfo>***</authInfo>
<businessEntity businessKey="">
<name>Business Firm 1</name>
<contacts>
<contact>
<personName>Federica Ciotti</personName>
<phone>00 000 00 00</phone>
<email>business1@business.com</email>
</contact>
</contacts>
<businessServices>
<businessService serviceKey="">
<name>Valutation Service</name>
</businessService>
</businessServices>
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</businessEntity>
</save_business>
A SOAP message that has a save_business document as its body is created and
sent over HTTP to the registry.
2. Find the consortium tModel in the UDDI registry;
3. Publish the valutation Web service as a bindingTemplate where the access point is
the URI of the Web service implemented by the firm and where is added a reference
to the consortium tModel. This is for advertising that the valuation service complies
with the specification captured in the tModel and established by the consortium.
The save_binding element is:
<save_binding generic="2.0" xmlns="urn:uddi-org:api_v2">
<authInfo>***</authInfo>
<bindingTemplate>
<description xml:lang="en">Publish to UDDI</description>
<accessPoint
URLType="http">http://firm1.com/validationService
</accessPoint>
<tModelInstanceDetails>
<tModelInstanceInfo
tModelKey="uuid:11111111-1111-1111-1111-111111111111"/>
</tModelInstanceDetails>
</bindingTemplate>
</save_binding>
Multiple firms can publish Web Services that implement the valutation tModel.
The holding company, that actually wants to invoke the valutation service needs to:
1. Find the consortium tModel in the UDDI registry. The find_tModel element is:
<find_tModel generic="2.0" xmlns="urn:uddi-org:api_v2">
<name>ValutationServicePortType</name>
<categoryBag>
<keyedReference
tModelKey="uuid:6e090afa-33e5-36eb-81b7-1ca18373f457"
keyValue="portType"/>
</categoryBag>
</find_tModel>
This should return the tModelKey uuid:11111111-1111-1111-1111-111111111111.
2. Use this tModel to locate the valutation Web service:
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<find_service generic="2.0" xmlns="urn:uddi-org:api_v2">
<tModelBag>
<tModelKey>uuid:11111111-1111-1111-1111-111111111111<tModelKey>
</tModelBag>
</find_service>
<find_binding serviceKey="key returned by previous query"
generic="2.0" xmlns="urn:uddi-org:api_v2">
<tModelBag>
<tModelKey>uuid:11111111-1111-1111-1111-111111111111<tModelKey>
</tModelBag>
</find_binding>
The company can benefit from the search options to select a specific service provider.
This query can return more than one bindingTemplate structure. Once a bind-
ingTemplate has been selected the access point is available.
3. Invoke the Web service.
Success/Error reporting with the dispositionReport element
The dispositionReport element is a versatile UDDI structure able to communicate success
or error response o the execution of registry operations.
A <dispositionReport> has a <result> subelement with an errno attribute. The
<result> subelement also has an <errInfo> subelement with an errCode attribute. The
value of the errCode attribute must be one of the error codes that are identified in Ap-
pendix A of the UDDI Programmer’s API specification [1].
This element is used to report success execution of operations just setting the value
of the errno attribute in the unique result element to 0 and encapsulating the whole
structure in a regular SOAP response message.
The general form of a success report is:
<?xml version="1.0" encoding="UTF-8" ?>
<Envelope xmlns="http://schemas.xmlsoaporg.org/soap/envelope/">
<Body>
<dispositionReport generic="2.0" operator="OperatorURI"
xmlns="urn:uddi-org:api_v2" >
<result errno="0" >
<errInfo errCode=E_success" />
</result>
</dispositionReport>
</Body>
</Envelope>
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In this XML fragment the dispositionReport element enclosed in the SOAP Body has a
unique result element with the errno attribute with value 0 . The UDDI Programmer’s
API specification defines this value as a success code.
In UDDI errors are always returned as SOAP Fault messages. In all error situations
the dispositionReport structure is enclosed as a subelement of SOAP Fault <detail>
element.
The general form for an error report is:
<?xml version="1.0" encoding="UTF-8" ?>
<Envelope xmlns="http://schemas.xmlsoaporg.org/soap/envelope/">
<Body>
<Fault>
<faultcode>Client</faultcode>
<faultstring>Client Error</faultstring>
<detail>
<dispositionReport generic="2.0" operator="OperatorURI"
xmlns="urn:uddi-org:api_v2" >
<result errno="10050" >
<errInfo errCode=E_fatalError">
The findQualifier value passed is unrecognized: XYZ
</errInfo>
</result>
</dispositionReport>
</detail>
</Fault>
</Body>
</Envelope>
In this example the error has been produced by a wrong findQualifier value. The code
10050 reported to the client is described in the UDDI specification. The error description
string “The findQualifier value passed is unrecognized: XYZ” enclosed in the errInfo
element helps identifying the error.
2.2.5 Using WSDL in a UDDI Registry
WSDL and UDDI are related technologies. As described in the previous section:
 a tModel can refer to a WSDL;
 a bindingTemplate can represent a Web service implementation.
UDDI makes possible to link together the two by adding the tModel reference inside the
bindingTemplate. Actually a UDDI registry has no direct knowledge of WSDL and there
are no dependencies between the two. Services represented in a UDDI registry can be of
any kind and not necessarily Web services described using WSDL.
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In the case of joint usage of UDDI and WSDL there is the need of guidelines explaining
the relationship between the two and how WSDL can be used to create UDDI registra-
tions. The OASIS UDDI Specification Technical Committee (TC) provides such a guidance
proposing a Best Practice (BP)4 and a Technical Note (TN)5.
The purpose of the Best Practice “Using WSDL in a UDDI Registry Version 1.08” [5]
is to explain the core concepts and is supplemented by the Technical Note “Using WSDL
in a UDDI Registry Version 2.0” [6] providing a modeling practice including the flexibility
of WSDL. The primary difference between the “Version 2.0 Technical Note” mapping and
the one described by the Best Practice is that the TN mapping provides a methodology
to represent individual Web service artifacts.
The “Using WSDL in a UDDI Registry Version 2.0” Technical Note does not replace
the Best Practice. If the additional flexibility is not required, the existing Best Practice
can still be used, particularly when the UDDI artifacts are published manually.
The main goals of the mapping are:
1. to enable the automatic registration of WSDL definitions in UDDI;
2. to enable precise and flexible UDDI queries based on specific WSDL artifacts and
metadata;
3. to support any logical and physical structure of WSDL 1.1 description in UDDI
Version 2 structures.
This approach aims to represent in UDDI reusable abstract Web service descriptions
(WSDL portTypes and WSDL bindings) and Web service implementations (WSDL ser-
vices and WSDL ports).
Mapping WSDL Descriptions in UDDI
The UDDI categorisation mechanism, provided by keyedReference and introduced in sec-
tion 2.2.2 is extensively used in this mapping in order to categorise tModel structures.
The mapping is shown in Figure 2.4.
A WSDL portType is registered as a UDDI tModel. Two categorisations are needed,
thus two keyedReference structures will be added to the tModel’s categoryBag. The
first enables to link the tModel to the canonical tModel6 “WSDL Entity Type Category
System”, the second categorises the tModel as a “WSDL portType tModel”.
4A Best Practice is a non-normative document accompanying a UDDI Specification that provides guid-
ance on how to use UDDI registries. Best Practices not only represent the UDDI Spec TCs view on some
UDDI-related topic, but also represent well-established practice. [11]
5A Technical Note is a non-normative document accompanying the UDDI Specification that provides
guidance on how to use UDDI registries. While Technical Notes represent the UDDI Spec TCs view on
some UDDI-related topic, they may be prospective in nature and need not document existing practice.[11]
6Canonical tModels are introduced in section 2.2.6
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Figure 2.4: Mapping WSDL to UDDI
A WSDL binding is mapped into a UDDI tModel. Four categorisations are needed for
this tModel. The first categorisation classifies the tModel as “WSDL binding tModel”;
the second holds the XML namespace name, the third keeps the link between the WSDL
binding tModel and the WSDL portType tModel it relates to and a last one is for the
protocol that the binding represents.
The tModel overviewURL structure is used to hold the URL of the WSDL document. The
tModels that represent the various WSDL artifacts will point to their associated WSDL
documents. A WSDL service is represented by a UDDI businessService. A WSDL port
is represented by a UDDI bindingTemplate. The accessPoint structure stores the Web
service access point.
UDDI is not a WSDL repository: reusability and precise queries
The mapping of WSDL definitions into UDDI data model depicted by the OASIS Technical
Note and Best Practice documents can be misunderstood by thinking that UDDI registries
provide a repository for WSDL documents in the form of UDDI registrations. It’s useful
to identify and clarify the two main purposes of these documents. The first is to define a
mapping model between WSDL and UDDI able to transpose the reusability characteristics
of WSDL in UDDI data model. Similarly to WSDL portTypes, UDDI portTypes tModels
are reusable components and don’t necessarily represent a single Web service.
The second is to capture sufficient information from the WSDL specification to facili-
tate clients querying the registry to execute precise queries. Clients that require dynamic
discovery can access the registry for both design-time and runtime query. The reference
to source WSDL documents, that allows the document to be retrieved, will be available
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once a match has been found. UDDI registries represent central points where all the query
will be addressed. Individual publishers will be accessed only as a second step using the
WSDL reference provided by UDDI.
2.2.6 tModel
Based on the discussion so far, it is clear that tModels are core data structures in the UDDI
specification: the principal information about a Web service is specified as a reference to
a tModel. In addition we can observe that a tModel is used both to specify a service
interface and as a taxonomy. TModel structures are referenced amongst themselves and
are the only referenced from all the other structures [31]. BusinessEntity, businessService,
tModel, and publisherAssertion structures refer to a tModel as a namespace, whereas the
bindingTemplate refers to it as a service type.
The interesting thing to notice is the use of tModel to refer to itself like a namespace for
classification or taxonomy. A tModel can represent any specification and can be written
in any language. In the context of Web services typically a tModel represents a WSDL
definition.
Publishing a tModel in the UDDI registry makes possible for other services to refer
the same tModel. Developers who want to know how to build client applications, can use
the registry to find services, to examine the related tModels and to quickly get the service
interface. Developers who want to develop services compliant to a certain specification
can search for precise tModels.
The OASIS TN introduces several canonical tModels used to represent WSDL meta-
data and relationships [10]:
 WSDL Entity Type tModel
 XML Namespace tModel
 XML Local Name tModel
 WSDL portType Reference tModel
 SOAP Protocol tModel
 HTTP Protocol tModel
 WSDL Address tModel
These tModels are referenced by UDDI portType tModels and UDDI binding tModels.
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2.2.7 UDDI in WS-I Basic Profile Version 1.0
WS-Interoperability (WS-I) is an open, industry group established in 2002 to promote Web
services interoperability across platforms, operating systems and programming languages.
The initiative aims at ensuring that different implementations of various protocols are
interoperable. The role of WS-I is to provide guidelines and tools to help the conformance
of various implementations and to enable their interoperability. The group takes care
of supervising standards evolution: there is a need to understand how different versions
might interoperate. The activity of WS-I consists in the publishing of interoperability
profiles.
One of them is the WS-I Basic Profile Version 1.0 [13]. The Basic Profile clarifies and
amends various non-proprietary Web services specifications to promote interoperability.
Regarding the UDDI specification, the Basic Profile points out the usage of bindingTem-
plate and tModel structures. In order to keep consistent a WSDL description and the
relative UDDI registration the profile places a set of constraints on how bindingTemplates
elements may be constructed. In particular the profile makes clear that in a WSDL doc-
ument the soapbind:address element stores the service network address but in the UDDI
specification two alternatives are provided for the same information (to use the access-
Point or the hostingRedirector structure). Since the hostingRedirector structure provides
a service-based indirection mechanism for resolving the address and it is inconsistent with
the WSDL mechanism, the use of this structure is discouraged.
In addition to this the Basic Profile places a constraint on how tModel elements de-
scribing Web service types may be constructed. The profile mandates WSDL as the Web
service description language and declares conformant only those Web services categorised
in UDDI as using WSDL.
It is interesting to note that the WS-I Basic Profile 1.0 requires Web services to support
both UTF-8 and UTF-16, UDDI instead requires the use of UTF-8, but not UTF-16. This
means that UDDI is not exactly conformant with the Basic Profile. WS-I recognises this
irregularity, but chooses to overlook it because UDDI 2.0 was released before the WS-I
Basic Profile 1.0.
2.2.8 What’s new in UDDI Version 3.0
The Version 3 of UDDI specification [3] offers a wide range of enhancements [4] including:
 introduction of multi-registry environment;
 increased security features;
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 advanced core information model.
As mentioned earlier UDDI assigns an unique key to each entity in the registry. The key
identifies the entity within the registry. In previous versions of the specification a publisher
was not allowed to copy an entire UDDI entity from one registry to another preserving
the identical key. UDDI Version 3 features a new key generation mechanism and allows to
publish an entity to another UDDI registry preserving the key. This behaviour is known
as entity promotion.
In order to cope with the reality of multi-registry environments UDDI V3 introduces
the capability to share data among registries. This can be achieved introducing the notions
of root and affiliate registries (Figure 2.5). A root registry acts as the authority for key
spaces. Such registries are used to delegate key partitions so that other registries can rely
upon the root registry to verify and maintain the uniqueness of such key partitions. The
UBR is an example of a root registry.
Affiliate registries interact with a root registry. These affiliates rely upon the root
registry for delegating unique key partitions. In this way data can be shared between and
among the root and affiliate registries with the assurance that each given key partition is
unique.
The new specification support digital signatures. Handling UDDI entities that are
allowed to be digitally signed introduce an higher level of data integrity and authenticity.
The UDDI accessPoint element has been updated to support a more extensible typing
ability through the addition of the useType attribute. This now enables WSDL files to be
more easily registered and consumed from UDDI.
Information model improvements include:
 the opportunity to classify bindingTemplates with categoryBags. Metadata can
now be associated directly to the technical details of a Web service, enabling more
granular searches to be performed.
 the separation between the structure published into the registry and the metadata
associated to that structure. The separation is obtained introducing a new data
structure, operationalInfo, to correlate to the core ones. operationalInfo stores the
date and time that the data structure was created and modified, the identifier of
the UDDI node at which the publish operation took place and the identity of the
publisher.
 the ability to define multiple overviewDoc elements inside tModels and bindingTem-
plates is supported. This provides the capability to specify the description of both
Web services and Web service types in different formats.
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Figure 2.5: Root and affiliate registries [35]
2.2.9 UDDI related technologies: jUDDI and UDDI4J
jUDDI
jUDDI[40] is an Apache open source Java implementation of the UDDI specification.
jUDDI complies with the version 2.0 of UDDI. This application provides all the function-
alists of a UDDI registry. It is a Java web application and it can be deployed to any
web server. jUDDI requires also a datastore in order to maintain the persistent data the
registry manages. Typically this is provided by a relational database management system.
The application includes the support for several open source and commercial database
products.
As described in the UDDI chapter, UDDI compliant registers need to be able to manage
input SOAP messages and to produce output SOAP messages. One of the main task of
a registry is converting SOAP messages (XML data) to/form Java objects. The terms
marshalling and unmarshalling refer to this transformation process. jUDDI consist of a
core request processor that unmarshalls incoming UDDI requests, invoking the appropriate
UDDI function, and marshalls UDDI responses.
To invoke a UDDI function jUDDI employs the services of three configurable sub-
components or modules that handle persistence (the DataStore), authentication (the Au-
thenticator) and the generation of identifiers for UDDI structures (Universally Unique ID
or UUID).
UDDI4J
UDDI4J[41] is a Java class library that provides an API to interact with a UDDI registry.
This project is licensed under the IBM Public License and is hosted by SourceForge.net.
The project initiative was co-developed by HP and IBM in 2001, the project with major
updates moved to SourceForge in 2005. The latest and stable release is the 2.0.5 released
in 2006.
The class library generates and parses messages sent to and received from the registry.
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The central class in this set of APIs is org.uddi4j.client.UDDIProxy: it is the client
side of UDDI allowing to publish, find and bind a Web service. UDDIProxy methods
map to the UDDI Version 2.0 API Specification. The classes within org.uddi4j.datatype
represent data objects used to send or receive UDDI information. The business, service,
tmodel subpackages represent data objects that are sent on calls or received from the
server. The subpackage org.uddi4j.request contains messages sent to the server. These
classes are typically not used directly, rather the UDDIProxy class uses these classes.
Similarly, the subpackage org.uddi4j.response represents response messages from a UDDI
server. Pluggable transports are supported by the package org.uddi4j.transport.
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Chapter 3
Audition of Web Services
This Chapter introduces and provides detail on a novel web service testing framework,
called Audition. The rough idea of the framework is to introduce a new testing phase
combined with the service registration process.
3.1 Testing Web services with Audition
Web service is a recent technology and as a consequence a well established discipline for
Web service testing still needs to be developed. Furthermore, as highlighted in Chapter 1,
verification of Web services presents several difficulties. The Audition framework [16], [17]
tries to solve some of the new issues introducing a new testing phase before the service is
published in a registry.
Among the possible actors that could be involved in Web services testing, Audition
relies on the directory and discovery service. The idea is to increase the directory service
functionalities with the possibility to test services as they ask to be registered. This can
be done submitting the service under registration to a verification step before granting the
registration. Doing so, the improved registry will provide only “high quality” services to
the users increasing the confidence that users have on the registered services.
The assumptions subsuming the framework make it particularly useful in a semi-open
environment. In particular the framework does not try to counteract against possible ma-
licious behaviour from the service providers. Instead it assumes that service providers are
collaborative and are interested in providing reliable services. Nevertheless if we consider a
completely open environment the discovery service could be cheated by a malicious service
provider that after registration modifies the implementation associated to the end point.
Another assumption while using Audition to test Web services interactions, refers to
the stateful nature of the tested services: when stateful resources are involved in the
process a suitable support from the platform is required in order to distinguish testing
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phases from “normal” phases .
Assuming that PLASTIC services will be aware that they will undergo a testing session
when asking for registration, permits to remove all the effects caused by the interactions
happening during the testing phase on stateful resources.
Using UDDI registries for Web service testing brings several advantages: firstly, tests
are executed in a real execution environment producing more realistic results, furthermore
the only services allowed to pass the registration process are guaranteed to be “high
quality” services. The framework extends the UDDI registry role from the current one of
a “passive” service discovery to a kind of an accredited testing organism which validates
service behaviour before actually registering it.
Currently the Web service area can rely on a strong attitude towards the need for
standardized documentation: the interactions among Web services are based on a stan-
dardized protocol stack including a service description language (WSDL) and a registry
and discovery service (UDDI) mentioned above.
However WSDL documents mainly report signatures (or syntax) for the available ser-
vice implementation but leave room for information concerning the usage of the described
service. Furthermore UDDI, seen as a registry, stores all the information inside WSDL
documents providing an efficient and fast way to access it. Obviously, this way of doc-
umenting Web services raises problems regarding the capability of fully implementing
testing solutions able to check services behaviours. In particular, from the testing point
of view introduced by Audition, we need a way to express the semantics of the operations
that a Web service is able to perform. Furthermore the verification step does not foresee
a particular specification to adopt.
The solution adopted within the Audition Framework is to enrich the static information
provided in WSDL documents with additional specifications to be inserted in the UDDI
registry along with the standard documentation. The proposed form to provide this addi-
tional information is a specification similar to UML state machines, called Service State
Machines (SSMs) [19] and dedicated at specifying Web services behaviour.
While WSDL documents describes the static aspects of Web services, SSM provides
a means to attach information concerning the protocol that a client has to follow to
correctly interact with the service itself: it explains the behavioural aspects of the Web
service implementation.
Every SSM consists of states and transitions between the states, it extends the WSDL
specification with dynamic aspects by pointing the WSDL document it is for. SSMs can
be thought as a means to extend the static aspects in the WSDL with the dynamic and
functional aspects.
The SSM specification for Web services is described by an XML Schema and instances
of that Schema represent valid behaviours of the service. In particular, SSM instances
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refer to portType elements of WSDL.
Thanks to the extensible information model provided by UDDI data structures and in
particular by tModels, the inclusion of this kind of additional information documenting a
Web service is quite easy. A solution to store and retrieve SSM in UDDI is proposed in
Chapter 4.
Conformance verification involves both static conformance to an established WSDL
interface and dynamic conformance of exposed behaviours described in a SSM.
The solution adopted within the PLASTIC approach to automatically test Web services
is to build the SSM for a Web service starting from its WSDL description and use the
resulting SSM for test case generation. The former step is realised by the JESSI tool, the
latter is the test case generation and it is performed by the AMBITION tool.
This two tools conduct the Model-Based Testing within PLASTIC and they are also
partially used by the Audition Framework. JESSI (Java Editor and Simulator for Service
Interfaces) is an editor for SSMs. Based on a WSDL file JESSI models the dynamic
aspects of Web services generating a SSM. AMBITION (Automatic Model-Based Interface
Testing In Open Networks) is a tool which automatically tests Web services based on an
SSM specification and the binding information. It will take the generated SSM schema
(which points to the corresponding WSDL) and, based on this, automatically derive the
test cases for the service.
When being used within Audition, the SSM models generated by JESSI will be stored
in the PLASTIC registry. The implementation of the PLASTIC registry presented in
this work is realised as a Web service called WS-GUARD. The AMBITION tool will be
encapsulated into a Web service so that it can be called from the registry each time a
registration phase starts.
3.2 The Audition Framework
The idea behind the Audition Framework [16], [17] is the introduction of a testing phase
when Web services ask for being published on a UDDI registry. The “audition” starts
when a Web service requires to be published in the registry and it is composed by eight
main steps (Figure 3.1):
1. A Web service (ws1), asking for being registered in the UDDI registry, provides a
set of details. The most important information is the service access point. As a
consequence of the considerations expressed above, this step is the initial point for
the audition of the service under registration.
As explained in Chapter 2, concrete and abstract services aspects are described
in UDDI following a standard WSDL-UDDI mapping that precisely indicates the
order of the operations to be done to obtain a consistent UDDI registration for the
service. Audition requires a SSM in order to test the service implementation: the
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assumption here is that before registering a service concrete implementation, the
associated abstract description (the WSDL portType element) and the SSM have
already been registered within the registry. This requirement influences the order
and introduces new constraints on the UDDI mapping process.
The WSDL description of the service is not aﬄicted by audition, it is simply im-
plicitly enriched providing a related and separate SSM instance document; UDDI
data model is extensively involved introducing in it a suitable SSM representation
through tModels.
2. The Audition enabled UDDI registry, instead of immediately registering the service
ws1, marks it as “pending” and using the provided SSM starts the testing process.
This second step of the Audition Framework introduces a new requirement for the
registry. Since UDDI specification do not require any identification parameter to
interact with both its publish and inquire interfaces, the main problem here is how
to identify the service that is communicating with the registry. We need a mechanism
to mark services for which the registration is still pending and, as a consequence,
to recognise if a certain service is still in pending state or not. Our solution adopts
the service access point where the Web service is made available as the identification
information.
3. This step foresees starting the testing phase over ws1. A Web service Testing Client
starts to make invocation on ws1, acting as the driver of the test session. In this
step the Audition enabled registry calls the AMBITION tool.
4. During its execution of the testing phase the service ws1 may need to find references
to other Web services. This is possible in the case that ws1 is a service that needs to
cooperate with other services to accomplish a complex business logic. In particular
ws1 will invoke the find xx and/or the get xxDetails APIs at the UDDI registry.
This step requires to introduce slightly modifications to the find xx and/or the
get xxDetails APIs. Their behaviour depends on the state of the invoking service,
hence their first problem is to recognize its pending state. Assuming that ws1, cur-
rently in pending state, performs an inquiry we can call the service resulting from
the inquiry operation ws2.
5. The UDDI registry, having marked ws1 as pending, is able to recognise if the service
performing the request is in testing phase or if it is a regularly registered service. In
the fist case UDDI returns a reference to a Proxy version of the required ws2 service:
this service will implement the same interface as the required service. Doing so
the real implementation of registered services is hidden to those services waiting for
Audition to finish. In the second case, the service asking for references is a registered
service, and the real reference to the implementation of ws2 can be returned.
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Figure 3.1: Audition steps
6. For all of the possible inquiries ws1 could do during its audition, the response will
always be a reference to a Proxy version of any required service.
7. Having obtained the Proxy reference, ws1 starts to make invocations on it. This
has several consequences: the Proxy implementation can check the content and the
order of any invocation made by ws1 and UDDI is informed of the errors that will
eventually occur. If this is the case UDDI removes ws1 from the pending state and
denies registration. Actually UDDI does not specify a way to communicate to the
registry users specific testing results. Nevertheless the UDDI specification relies on
an extensible error reporting mechanism based on a composable structure, called
DispositionReport, able to report error codes and specific messages to the users.
Assuming that the registry clients are aware of the testing activity they are submitted
at registration time, they can be communicated of the newly introduced testing error
code so they are able to interpret them as they will occur at runtime. In this way
the clients can distinguish successful registrations from testing-faulty ones.
8. On the other hand if the interaction simulated by the Proxy is conforming, the Proxy
service invokes the real service implementation of the required service returning
the result to ws1. The Audition process goes on driven by the WS Testing Client
introduced in step 3.
Describing the eight steps above we identified and briefly exposed a number of issues un-
derling the main requirements of the Audition enabled UDDI registry; Chapter 4 explains
how the highlighted problems have been implemented within the WS-GUARD service.
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Chapter 4
Web service technologies and
implementation of Audition
4.1 Implementing Web services
4.1.1 WSDL
The Web Services Description Language (WSDL) is an XML based language for describing
the syntax of Web Service interfaces and their locations. WSDL, together with SOAP and
UDDI, is one of the three foundation standards of Web services. Even if version 2.0 of
the WSDL specification has been released in 2004, in the current work version 1.1 of
the specification is considered and references in the following are related to this version.
This choice is the consequence of the large adoption of the Version 1.1 in the Web service
community: all of the UDDI specifications, included the standard UDDI-WSDL mapping
and the WS-I Basic Profile refer to this version. The WSDL specification states that:
WSDL is an XML format for describing network services as a set of endpoints
operating on messages containing either document-oriented or procedure-oriented
information [12].
A typical WSDL document consists of the following elements: types, message, and portType
for the abstract definitions; binding and service for the concrete specification. All of these
elements are wrapped inside a definitions elements (Figure 4.1).
Definitions
A WSDL document has a definitions element that contains the types, message, portType,
binding and service elements. The attributes of the definitions element are:
 name: optional attribute;
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WSDL specification
abstract part
types
messages
operations
port types
concrete part
bindings
services and
ports
Figure 4.1: WSDL definitions
 targetNamespace: namespace for information about this service. WSDL documents
can import other WSDL documents. Setting the targetNamespace to a unique value
ensures that the namespaces do not clash;
 xmlns: default namespace of the WSDL document. It is set to http://schemas-
.xmlsoap.org/wsdl/. All the WSDL elements, such as definitions, types and
<message> reside in this namespace;
 xmlns:xsd, xmlns:soap : standard namespace definitions that are used for specify-
ing SOAP-specific information as well as data types;
 xmlns:tns: stands for this namespace;
It is important to specify the target namespace for the WSDL definition element: all
the elements included in the WSDL will be part of the target namespace defined in the
targetNamespace attribute.
The elements types, message, and portType are abstract definitions of the Web service
interface. The two elements binding and service describe the concrete details such as how
the abstract interface maps to messages.
Types This section is a container for abstract data type definitions used in the WSDL
document. Types are defined using XML Schema. Type definitions placed here are ref-
erenced from higher-level message definitions in order to define the structural details of
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the message. WSDL 1.1 allows using any type definition language but the WS-I enforces
interoperability by mandating the use of XML Schema (Basic Profile 1.0 [13]).
The basic structure of the types element is as follows:
<definitions .... >
<types>
<xsd:schema .... />
</types>
</definitions>
It is possible to use any XML Schema construct within the schema element: simple type
definitions, complex type definitions, element definitions and the import element.
Message The message element defines the logical messages that will constitute the Web
service operations. Abstract messages defined here can serve as the input or the output
of an operation. Messages consist of one or more part elements. When using document
style each part is associated with an element; when using RPC style it is associated with
a type. The basic structure of a message element is as follows:
<definitions .... >
<message name="nmtoken">
<part name="nmtoken" element="qname" type="qname"/>
</message>
</definitions>
PortTypes The WSDL portType element defines a group of operations. Each portType
has a unique name so other WSDL definitions can refer to it. Each operation element con-
tains a combination of input and output elements. The order of these elements defines the
message exchange pattern (MEP) supported by the given operation. The basic structure
of a portType is as follows:
<definitions .... >
<portType name="nmtoken">
<operation name="nmtoken" .... />
</portType>
</definitions>
A portType is still considered an abstract definition because the representation of its
messages is unknown until a binding is applied.
Binding A binding defines the message format and the protocol details for operations
and messages defined by a particular portType. There may be any number of binding
elements for a given portType. The structure of a binding is as follows:
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<wsdl:definitions .... >
<wsdl:binding name="nmtoken" type="qname">
<-- extensibility element (1) -->
<wsdl:operation name="nmtoken">
<-- extensibility element (2) -->
<wsdl:input name="nmtoken"? >
<-- extensibility element (3) -->
</wsdl:input>
<wsdl:output name="nmtoken"? >
<-- extensibility element (4) -->
</wsdl:output>
<wsdl:fault name="nmtoken">
<-- extensibility element (5) -->
</wsdl:fault>
</wsdl:operation>
</wsdl:binding>
</wsdl:definitions>
The WSDL binding links a particular portType to a protocol. Its operation elements
describe the correspondent elements in the portType it describes. Furthermore the binding
contains several extensibility elements describing the technical details of the specified
binding.
A binding must have a unique name, indicated by the name attribute and must specify
the portType it describes through the type attribute.
The WSDL binding element is generic, i.e. it simply defines the framework for describ-
ing binding details. The actual binding details are provided using extensibility elements.
This structure allows WSDL to be easily adaptable by introducing new elements where
the specification indicates an extensibility element. The WSDL specification provides a
binding for SOAP: for this purpose a set of SOAP tailored elements are defined using a
different namespace.
In particular, the soap:binding element indicates a SOAP 1.1 binding, as well as, the
default style of service (possible values are document or rpc) and the transport protocol
(e.g. HTTP). The soap:operation element defines the SOAPAction HTTP header value
for each operation. The soap:body element defines how the message parts appear inside
the SOAP Body element (possible values are literal or encoded). In addition to the SOAP
binding, the WSDL specification defines two other bindings: one for HTTP GET/POST
and another for MIME.
Port A port defines an individual endpoint by specifying a single address for a binding.
The structure of a port is as follows:
<wsdl:definitions .... >
<wsdl:service .... >
<wsdl:port name="nmtoken" binding="qname">
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<-- extensibility element (1) -->
</wsdl:port>
</wsdl:service>
</wsdl:definitions>
The name attribute provides a unique name among all ports defined within the enclosing
WSDL document. The binding attribute refers to a binding.
Service The WSDL service element defines a collection of ports that expose a particular
binding. The basic structure of the service element is as follows:
<definitions .... >
<service .... >
<port name="nmtoken" binding="qname">
<-- extensibility element defines address details -->
</port>
</service>
</definitions>
Each port must have a name and must refer to a binding. The extensibility element
within the port element defines address details for a specific binding.
Use of style and use attributes
As previously said, WSDL binding describes how the service is bound to a messaging pro-
tocol, being it HTTP GET/POST, MIME or SOAP. In practice SOAP is the most uni-
versally used protocol to send messages between service consumers and service providers.
The binding element of WSDL contains two attributes influencing the form of the resulting
SOAP messages: binding style (that can assume the value RPC or document) and use
(that can assume the value encoded or literal).
Style attribute WSDL 1.1 specifies that the style of the binding can be document or
RPC. This choice corresponds to how the SOAP payload (the contents of the soap:Body
element) is structured.
Document The content of soap:Body is specified by the XML Schema defined in the
wsdl:type section. It does not need to follow specific SOAP conventions. The SOAP
message is sent as one “document” in the soap:Body element without considering
additional formatting rules. The message description contains at most one message
part. The message part must reference an element definition in a schema defined or
imported within the types section.
RPC The structure of an RPC style soap:Body element needs to comply with the rules
specified in SOAP 1.1 specification. According to these rules, soap:Body may contain
47
only one element with local name equals to the operation name. All parameters must
then be represented as sub-elements of the soap:Body wrapper element. At runtime,
the SOAP engine dynamically constructs the message following this convention.
The decisive question now is: What are the consequences of choosing one option instead
of the other? Why choosing RPC over document, or document over RPC? In many cases,
the SOAP messages generated from either RPC or document style WSDLs look exactly
the same - so why offer the choice at all? The reason may be found in the history of the
SOAP standard.
SOAP has its roots in synchronous remote procedure calls over HTTP and the ap-
pearance of the document followed these conventions. Later the arbitrary use of XML
in the SOAP body, without adhering to conventions, was seen as a simplification. This
preference is reflected in the document style WSDL documents. So far, both options are
represented in the WSDL specification and the choice of one or the other is mainly a
question of personal taste. Generally most SOAP clients accept both versions.
Use attribute This attribute specifies the encoding that should be used to translate
the abstract message parts into a concrete representation. It refers to the serialization
rules followed by the SOAP client and the SOAP server to interpret the contents of the
Body element in the SOAP payload. The value can be encoded or literal.
Encoded refers to the representation of data in XML, usually according to the SOAP
encoding rules of the SOAP 1.1 specification. Encoded is the appropriate choice
where non-tree like structures are concerned, because all the others can be perfectly
described using XML Schema.
Literal means that the type definitions literally follow an XML schema definition.
Using literal definitions is much cleaner and easier for tools. Using the encoding rules
has led to significant interoperability problems across toolkits. To help alleviate the con-
fusion and facilitate better interoperability, WS-I forbids the use of the encoded in the
Basic Profile 1.0. This implies that only literal definitions should be used if Basic Profile
1.0 compliance is needed.
Combinations The combination of the style and use attributes leads to four possible
style/use pairs:
1. RPC/encoded
2. RPC/literal
3. document/encoded
4. document/literal
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The Web Services Interoperability Organization (WS-I) in its Basic Profile Version 1.0
pointed out the use of SOAP encoding in web services. Document/literal and RPC/literal
will be the only allowed style/use combinations in the future. The most common com-
bination of SOAP style/use attributes is document/literal. Currently this is the default
choice in most tools and it is also the one that reduces interoperability issues.
Message Exchange Patterns
WSDL has four transmission primitives that an endpoint can support. WSDL refers to
these primitives as operations. They are:
 One-way: the operation can receive a message but will not return a response;
 Request-response: the operation can receive a request and will return a response;
 Solicit-response: the operation can send a request and will wait for a response;
 Notification: the operation can send a message but will not wait for a response.
The request-response type is the most common operation type.
Abstract, Concrete and Implementation WSDL documents
WSDL import element allows to associate a namespace by specifying the attributes
namespace and location.
A WSDL definition can be referenced using a QName. All WSDL definitions such as
service, port, message, bindings, and portType and possible other definitions (added via
extensibility) contained in a WSDL document may be referenced within a different WSDL
document.
The following definitions can be useful in the rest of the discussion.
Abstract WSDL document: a WSDL document containing only an arbitrary number
of WSDL abstract parts: types, messages and portType elements. types elements
should always contain the xsd:import element to import an XML Schema describing
the simple and complex types the WSDL uses. Abstract WSDL documents may or
may not use the wsdl:import element. In case the document uses the import element
it imports only abstract definitions. An abstract WSDL document represents a fully
reusable abstract service description.
Concrete WSDL document: a WSDL document including one or more binding ele-
ments. A Concrete WSDL always imports an Abstract WSDL using the wsdl:import
element. A Concrete WSDL defines the technical details to bind portType elements.
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Implementation WSDL document: a WSDL document including one or more ser-
vice elements. An implementation WSDL always imports a Concrete WSDL with
wsdl:import element. An Implementation WSDL defines a concrete Web service
implementation by specifying the endpoint at which the service is made available.
Complete WSDL document: a WSDL document including all the necessary definition
in itself. A complete WSDL does not make use of the wsdl:import element.
This mechanism allows to compose a Complete WSDL document starting from a set of
separate WSDL files.
The use of the import element allows the separation of the different elements of a service
definition inside independent documents which can then be imported as needed. This
mechanism helps writing clearer service definitions: definitions are separated in different
documents according to their level of abstraction. This technique maximises the ability to
reuse service definitions. As a result, WSDL documents structured in this way are easier
to use and maintain. The best way to organise WSDL documents is to separate the defi-
nitions in three documents: data type definitions, Abstract WSDL and Concrete WSDL.
Anybody needs to create an implementation of the service described in the Abstract-
Concrete definition has to create an Implementation WSDL referring a specific service
binding (importing the Concrete WSDL) that indicates the service endpoint.
An example of an Abstract-Concrete-Implementation WSDL is the following. Here is the
Abstract WSDL:
<definitions xmlns="http://schemas.xmlsoap.org/wsdl/" xmlns:tns="test1:portType"
xmlns:test1ns="test1" targetNamespace="test1:portType">
<types>
<xsd:schema targetNamespace="test1:portType"
xmlns:xsd="http://www.w3.org/2001/XMLSchema">
<xsd:import namespace="test1"
schemaLocation="http://www.cli.di.unipi.it/~ciotti/wsdl/types.xsd"/>
</xsd:schema>
</types>
<message name="getPriceMessage">
<part name="part1" element="test1ns:getPrice"/>
</message>
<message name="getPriceResponseMessage">
<part name="part1" element="test1ns:getPriceResponse"/>
</message>
<message name="updateMessage">
<part name="part1" element="test1ns:update"/>
</message>
<portType name="StockQuoteServicePortType">
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<operation name="getPrice">
<input message="tns:getPriceMessage"/>
<output message="tns:getPriceResponseMessage"/>
</operation>
<operation name="update">
<input message="tns:updateMessage"/>
</operation>
</portType>
</definitions>
The XML Schema referred by the Abstract WSDL is:
<?xml version="1.0" encoding="UTF-8"?>
<xsd:schema targetNamespace="test1" xmlns:test1ns="test1"
xmlns:dsig="http://www.w3.org/2000/09/xmldsig#"
xmlns:xsd="http://www.w3.org/2001/XMLSchema"
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">
<xsd:import namespace="http://www.w3.org/XML/1998/namespace
schemaLocation="http://www.w3.org/2001/xml.xsd"/>
<xsd:import namespace="http://www.w3.org/2000/09/xmldsig#"
schemaLocation="http://www.w3.org/TR/xmldsig-core/xmldsig-core-schema.xsd"/>
<xsd:element name="getPrice">
<xsd:complexType>
<xsd:sequence>
<xsd:element name="symbol" nillable="true" type="xsd:string"/>
</xsd:sequence>
</xsd:complexType>
</xsd:element>
<xsd:element name="getPriceResponse">
<xsd:complexType>
<xsd:sequence>
<xsd:element name="return" nillable="true" type="xsd:double"/>
</xsd:sequence>
</xsd:complexType>
</xsd:element>
<xsd:element name="update">
<xsd:complexType>
<xsd:sequence>
<xsd:element name="symbol" nillable="true" type="xsd:string"/>
<xsd:element name="price" nillable="true" type="xsd:double"/>
</xsd:sequence>
</xsd:complexType>
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</xsd:element>
</xsd:schema>
The Concrete WSDL is:
<definitions xmlns="http://schemas.xmlsoap.org/wsdl/"
xmlns:test1_portType="test1:portType"
xmlns:soap="http://schemas.xmlsoap.org/wsdl/soap/"
targetNamespace="test1:binding">
<import namespace="test1:portType"
location="http://www.cli.di.unipi.it/~ciotti/wsdl/abstract.wsdl"/>
<binding name="StockQuoteServiceBinding"
type="test1_portType:StockQuoteServicePortType">
<soap:binding transport="http://schemas.xmlsoap.org/soap/http"
style="document"/>
<operation name="getPrice">
<soap:operation soapAction="getPrice" style="document"/>
<input>
<soap:body use="literal"/>
</input>
<output>
<soap:body use="literal" />
</output>
</operation>
<operation name="update">
<soap:operation soapAction="update" style="document"/>
<input>
<soap:body use="literal"/>
</input>
</operation>
</binding>
</definitions>
The Implementation WSDL document is:
<definitions xmlns="http://schemas.xmlsoap.org/wsdl/"
xmlns:test1_binding="test1:binding"
xmlns:soap="http://schemas.xmlsoap.org/wsdl/soap/"
targetNamespace="test1:service">
<import namespace="test1:binding"
location="http://www.cli.di.unipi.it/~ciotti/wsdl/concrete.wsdl"/>
<service name="StockQuoteService">
<port name="StockQuoteServicePort"
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binding="test1_binding:StockQuoteServiceBinding">
<soap:address location="http://nb-ciotti:8080/axis2/services/service"/>
</port>
</service>
</definitions>
WSDL in WS-I Basic Profile Version 1.0
The WS-I Basic Profile Version 1.0 [13] mandates the use of WSDL and XML Schema for
describing Web services. This helps ensuring interoperability at the service description
layer. The Profile focuses on version 1.1 of the WSDL specification. It enumerates many
corrections to the specification, we will take a closer look at those related to our goals.
 WSDL import element and its attributes usage: the profile gives directive to the
WSDL processor on how to retrieve imported WSDL documents. The profile speci-
fies that the location attribute must be a non-empty value;
 SOAPAction attribute usage: the profile mandates the use of he SOAPAction HTTP
header as a quoted value. This field must have a quoted value equals to the
soapAction attribute of the operation element. It does not matter that the SOA-
PAction header is purely a hint to processors and all information regarding the intent
of a message is carried in the Envelope: this technique increases interoperability of
implementations.
4.1.2 Axis2: a Web service container
Axis2 is an implementation of the SOAP specification and is the result of the evolution of
the Apache SOAP open source project. The acronym Axis stands for Apache eXtensible
Interaction System, meaning that Axis is not only a SOAP processor but allows pluggable
components to be configured in many ways. It is a Java framework for constructing SOAP
messages and it is commonly known as SOAP engine or processor.
A SOAP engine helps both providers and consumers of Web services to carry out
their tasks without caring about SOAP message handling. From the consumer point
of view, when it invokes an operation, the SOAP engine is responsible to convert the
method invocation into a SOAP request message. The request message is transmitted
through a suitable transport protocol (HTTP or SMTP) and is received by the service
provider’s SOAP engine, which parses the message into a method invocation. The provider
executes its business logic and passes the result to the SOAP engine, which build a SOAP
response message. This message is transmitted to the consumer. The consumer’s SOAP
engine parses the response message into an object (Figure 4.2). Axis supports the WSDL
specification version 1.1 and is SOAP 1.1/1.2 compliant.
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Figure 4.2: SOAP messsage processing cycle [36]
A brief history
Axis2 is actually the Apache third generation of a SOAP engine. The first generation
was the Apache SOAP project. This was originally developed by IBM in early 2000
(called SOAP4J) and it was included by Apache in June 2000. It was a primordial SOAP
implementation. It preceded WSDL and was focused on supporting rpc/encoded services;
the tooling support was very limited and interoperability has not been fully addressed.
The code base was quite complicated and hard to manage or enhance.
The Apache SOAP working group decided then to start the new Axis project, as
the second generation of SOAP engine, in early 2002. This implementation satisfied the
need of a much more manegeable, modular and extensible framework and it was designed
around WSDL. At the moment of this writing the latest version of the third SOAP engine
generation is Axis2 1.1.1 released in January 2007. This version has been adopted in
the described work. Unfortunately, the current release is not stable yet: you must be
preprared to use the nightly builds, to help identify bugs and perhaps to propose fixes.
The documentation is also quite poor.
Architecture
SOAP Processing Model The architecture identifies two basic actions a SOAP pro-
cessor should perform: sending and receiving SOAP messages. Axis uses handlers and
handler chains to implement its extensible message processing model (Figure 4.3). This
mechanism allows to face a wide variety of situations and requirements. The handlers act
as interceptors and they process parts of the SOAP message. For example an handler
can be in charge of performing authentication on the message of a sender before allow-
ing it to be processed by the provider. Usually handlers work on the SOAP headers but
they may access or change the SOAP Body as well. A special handler, called the pivot
handler, is in charge of executing the logic of the Web service. It is called pivot han-
dler because it is where the message processing cycle changes from request processing to
response processing. A handler chain is a group of handlers that can be viewed as a unit.
Handlers are simply Java classes that act on MessageContext object. A MessageCon-
text contains several useful objects, but the most important are the requestMessage and
the responseMessage. Handlers processing incoming messages access the requestMessage
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Figure 4.3: SOAP Processing Model
object, while those processing the outgoing messages access the responseMessage object.
There are no restrictions on how handlers process messages: a handler can access and
modify whatever it pleases. This is helpful if it is required that an handler is able to act
on both incoming and outgoing messages.
The architecture provides two Pipes (Flows) to send and receive SOAP messages. The
Axis Engine defines the two methods send() and receive() to implement these two Pipes.
The two pipes are named “In Pipe” and “Out Pipe” and the complex Message Exchange
Patterns (MEPs) are constructed by combining these two pipes.
When a SOAP message is sent through the Client API, an Out Pipe begin. The
Out Pipe invokes the handlers and ends with a Transport Sender that sends the SOAP
message to the target endpoint. The SOAP message is received by a Transport Receiver
at the target endpoint, which reads the SOAP message and starts the In Pipe. The In
Pipe consists of handlers and ends with the Message Receiver, which consumes the SOAP
message.
This processing model is executed for each SOAP message exchanged. Axis2, after
processing one message, may decide to create other SOAP messages: in this case a more
complex message patterns is involved. However Axis2 always view the SOAP message in
terms of processing a single message. Combinations of messages are layered on top of that
basic framework.
The two pipes does not differentiate between server and client. The stages of the pipes
are called “phases”. A Handler always runs inside a phase, and the phase provides a
mechanism to specify the order of handlers. Both In and Out Pipes have built in phases
and both give the possibility to the user to define “User Phases”.
55
Figure 4.4: Context hierarchy [39]
XML Processing Model The XML processing model of Axis2 is a separate sub-
project, called Axis Object Model (AXIOM).
Axiom is designed to improve both memory use and performance during XML pro-
cessing and is based on pull parsing. By using the Streaming API for XML (StAX) pull
parser, Axiom can control the parsing process to provide deferred building support. De-
ferred building is the ability of Axiom to partially build the object model while the rest
of the model is built based on user’s needs.
Axiom builds the object model up to the end of the required XML element and leaves
the rest in the stream with the advantage that memory is used only to satisfy user needs
as much as possible. If a user wants to access the first element in a large document, then
the deferred building capability will enhance the memory requirement of that application.
With the AXIOM architecture, you can execute your own object model by implement-
ing AXIOM interfaces and plugging them into Axis2.
Information Model Axis2 defines a new model to handle information. The model
introduces a hierarchy for the information. Information is kept in different levels: infor-
mation that is common to the whole engine should be maintained at the system level,
while the message-level information should be kept at the message level. Some informa-
tion is dynamic and other is static. To address those various requirements, Axis2 has a
context hierarchy to maintain information at different levels.
The left-hand side of the hierarchy shown in Figure 4.4 contains all the dynamic infor-
mation (contexts), while the right-hand side of the hierarchy contains static information
(descriptions).
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The two hierarchies are connected as shown in Figure 4.4. The description hierar-
chy represents the static data that may be loaded from a configuration file that exists
throughout the lifetime of Axis2. The context hierarchy holds more dynamic information
about the things that have more than one instance (Message Context, Operation Context,
ServiceGroupContext, ConfigurationContext).
MessageContext contains information relevant to the message that is being processed,
and OperationContext has the information relevant to the particular MEP this message
belongs to. ServiceGroupContext holds information about a particular service group and
can be used to share information between services belonging to the same group during
their interaction. ConfigurationContext contains system-wide dynamic information. Ax-
isConfiguration contains static information mostly read from the axis2.xml file.
These two hierarchies create a model that provides the ability to search for key value
pairs. When the values are searched at a given level, they are searched while moving up
the hierarchy until a match is found. In the resulting model the lower levels override the
values in the upper levels. For example, when a value is looked up in the Message Context
and is not found, it will be looked up in the Operation Context and up in the hierarchy.
It’s worth noting that searches with this flexible configuration model are expensive, espe-
cially for something that does not exist.
Session management
At the biginning there was no notion of managing sessions in the Web service world, but
now this has changed and users cannot develop an advanced application without managing
state. Axis2 supports session management. When sessions are considered, there can be
different types of sessions and the lifetime of the session may vary from one to another.
Axis2 architecture has been designed to support four types of sessions. The developer can
choose one of the types just adding an attribute to the service definition file services.xml.
The four types of sessions are:
 Request: this is the default session in Axis2. The lifetime of this session is limited
to the lifetime of the method invocation or the request processing time. Deploying
a service in request scope, does not provide a way to manage session; it is the same
as you do not have a session at all;
 SOAPSession: SOAP session scope has a longer lifetime than a request session. To
deploy a service in a SOAP session is required to change services.xml file. Managing
a SOAP session requires both the client and service to be aware of the sessions; in
other words, the client has to send the session-related data if he wants to access the
same session and the service has to validate the user by using session-related data;
 Transport: in the case of a Transport session, Axis2 uses transport-related session
management techniques to manage session. As an example, in the case of HTTP,
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Axis2 uses HTTP cookies to manage the session. The lifetime of the session is
controlled by the transport, not by Axis2;
 Application: is the session with the longest lifetime compared to others; the lifetime
of the application session is equal to the lifetime of the system. If you deploy a service
in application scope, there will be only one instance of that service and obviously
there will be only one service context for that service.
To deploy a service in one of the described scopes, the scope attribute in services.xml
must be one of request, soapsession, transportsession, application. An example of a service
deployed in application scope is as shown below:
<service name="service1" scope="application">
...
</service>
Other Features
Other important improvements in Axis2 are:
 Tools. Axis comes with WSDL2Java tool for building Java proxies and skeletons from
WSDL documents. The Java2WSDL makes possible to build stubs and skeletons
fromWSDL for extremely easy client code development. Eclipse plug-in are available
as well.
 Pluggable data binding for code generation. Axis2 provides a code generation tool
that will generate server side and client side code. The code generation allows
different data binding frameworks to be plugged in. Data binding handles the process
of converting between XML and Java code. The available databinding extensions
are ADB (Axis Data Binding ) XMLBeans, JAX-Me, JibX. Any other data binding
framework can be plugged in easily.
 Improved deployment model. The users can now deploy services without restart-
ing the server (hot deployment). Services are archived in ZIP files with .aar (Axis2
archive) extension in the filename. Each service archive contains the service im-
plementation class, the service.xml file (describing the message receiver the service
uses, the required modules and available operations and their options) and optional
libraries the service class may need.
 WS-* support. Axis2 comes with built-in WS-Addressing (WS-A) support, but
you can use the entire engine without using that. WS-A specification is a key for
asynchronous Web services invocations. See section 4.1.3 for a wide description of
WS-A features. Service providers can include the addressing tag in the operation
description located in service.xml file to allow service invocation only to those clients
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providing WS-A fields in the SOAP header. In this way service providers are allowed
to reject inbound messages if addressing is required and it is not present.
Axis2 even provides complete WS-Security support for business users.
 Asynchronous and Synchronous Web Services Invocation [38].
Axis2 provides synchronous and asynchronous support to the user in three levels in
the API:
1. The user can invoke the Web service and has the option of making a particular
invocation blocking or non-blocking until the response comes.
2. The user can invoke the Web service using either one two-way transport or two
different instances of transports for IN-OUT Web services.
3. Web services implementation invocation within the engine can be done either
synchronously or asynchronously.
The above three methods can be used independently of each other. For example,
the user can invoke a Web service in a non-blocking way, using one HTTP transport
to send the message and one SMTP transport to receive the message. This method
of invocation does not need to know whether the Web services invocation happens
synchronously or asynchronously on the server side. This is just one combination
for the user to invoke the Web service.
4.1.3 WS-Addressing
The W3C Web Services Addressing Working Group is developing a transport-neutral
mechanisms to address Web services and messages. The WS-Addressing specification pro-
duced by this group defines a standard for incorporating message addressing information
into web services messages. The WS-Addressing specification has been accepted by W3C
as a member submission in August 2004. WS-Addressing provides an addressing method
for SOAP messages traveling over synchronous and/or asynchronous transport protocols.
It describes a standard for representing message addressing information in web services
messages and service descriptions. An application might use WS-Addressing to identify a
message’s source and destination.
SOAP does not provide a standard way to specify where a message is going, how to
return a response, or where to report an error. These details are usually managed by the
transport layer. For example, when a standard SOAP request is sent over HTTP, the
URI of the HTTP request serves as the message’s destination. The message response is
encapsulated in the HTTP response and received by the client over the HTTP connection.
Addressing provided by the transport level is sufficient for many existing services but
limits the development of sophisticated ones as routing a message over multiple transports
or direct a response to a third part. WS-Addressing defines a standard mechanism to cope
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with this kind of tasks. To enable these kinds of applications the specification includes
information such as delivery, reply-to, and fault handler addressing in the SOAP envelope.
The mechanism introduced to describe these information defines an XML element for each
of the fields.
WS-Addressing is currently published as three separate specifications: WS-Addressing
Core [14], WS-Addressing SOAP Binding and WS-Addressing WSDL Binding. The core
specification describes abstract properties and the binding documents explain how to rep-
resent those properties in SOAP and WSDL respectively.
WS-Addressing introduces the term “endpoint reference” indicating the destination
address at which a Web service can be accessed. Endpoint references are modelled as
complex types in the WS-Addressing schema. The endpoint reference type contains an
address (a URI), reference properties, reference parameters, a port type, a service name
and policy elements (defined by the WS-Policy specification). The only required element
of an endpoint reference is the address. The simplest endpoint reference is essentially a
URI:
<wsa:Address>http://example.com/business/client1</wsa:Address>
The other elements of an endpoint reference are all optional. In particular the port type
and service name elements are very similar to their WSDL counterparts. WSDL defines
a port type as an identifying name attached to an abstract set of operations. A binding
specifies concrete inputs and outputs for the port type. A port of that type represents
a deployment of the binding at a specific address. A service is a named collection of
ports. As in WSDL, the port type and service name are QNames (qualified names) in
WS-Addressing. The port type and service name in a WS-Addressing endpoint reference
are meant to provide compatibility with WSDL rather than to replace it entirely.
The standard defines a set of addressing information that can be attached to a SOAP
message, this information is indicated with “addressing properties”. The properties are:
To, Action, ReplyTo, FaultTo, From.
The only required fields are the To and Action, both of them specify a URI. The Re-
plyTo and FaultTo elements are optional elements. A ReplyTo endpoint must be specified
only when the sender expects a response, but it can be used to route that response to any
valid endpoint. FaultTo is always optional and routes SOAP fault messages to specified
endpoint references. The From endpoint reference element identifies the service. Explic-
itly separating the message source endpoint, expected reply endpoint, and fault handling
endpoint helps WS-Addressing support a variety of messaging models beyond the simple
request/reply interactions we typically associate with web services.
When a reply is expected, whether it is expected by the sender or by a third endpoint
specified in the ReplyTo header, a MessageId element must also be present. The message
ID is a unique URI. Because web services can be used over unreliable transports, it is
possible that an endpoint will receive duplicate copies of a message. The message ID can
be used to avoid processing the same message twice.
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When a service receives a message addressed using WS-Addressing, it will also include
WS-Addressing headers in the reply message. The message ID of the original message
becomes a RelatesTo element in the reply address. At present, the only supported rela-
tionship type is “Reply”. If a client is sending multiple web services requests and receiving
asynchronous responses, possibly over different transports, the RelatesTo element provides
a standard way to associate incoming replies with their corresponding requests.
For applications that use web services for straightforward remote HTTP access to
objects, WS-Addressing is not a revolution. Because an HTTP request and response
occur synchronously over a single HTTP connection, addressing does not add very much
excitement[42].
WS-Addressing offers a lot more to developers who are using web services over asyn-
chronous transports. Using a consistent addressing model across multiple transports could
simplify some integration issues and helps developers to implement systems where dis-
patchers route requests to one of several related services using endpoint references. As
mobile computing becomes more important, asynchronous web services will be very useful
for supporting mobile clients with limited network access. A generic model for addressing
can help minimise the effort required to expose a web service to a variety of asynchronous
clients. The following example shows how to use WS-Addressing in a SOAP message[15]:
<S:Envelope xmlns:S="http://www.w3.org/2003/05/soap-envelope"
xmlns:wsa="http://www.w3.org/2005/08/addressing">
<S:Header>
<wsa:To>http://firm1.com/ValutationService</wsa:To>
<wsa:Action>http://firm1.com/ValutationService</wsa:Action>
<wsa:MessageID>6B29FC40-CA47-1067-B31D-00DD010662DA</wsa:MessageID>
<wsa:ReplyTo>
<wsa:Address>http://holdingCompany.com/clientService</wsa:Address>
</wsa:ReplyTo>
</S:Header>
<S:Body> ...
</S:Body>
</S:Envelope>
In this SOAP message only the Header is shown: the WS-Addressing fields To, Action,
MessageID and ReplyTo have been specified.
4.2 Implementing Audition
This section describes the implementation details of the Audition framework realised
through the WS-GUARD tool and its interaction with other tools developed within the
PLASTIC European project. Sections 4.2.1 and 4.2.2 explain the Web Service implemen-
tation aspects of WS-GUARD. Section 4.2.4 retraces Audion phases explaining adopted
solutions; section 4.3 describes how UDDI has been enriched to face Audition requirements.
61
4.2.1 Web service Strategy Implementation
WS-GUARD is firstly a Java Web service and its implementation requires to tackle a set
of typical issues in the Web service world.
Top-down approach for Web service generation: starting from WSDL
Web services can be created using two methods: top-down development and bottom-up
development. Usually the two strategies are referred as Contract first approach and Code
first approach.
Top-down Web services development involves creating a Web service from a WSDL file.
When creating a Web service using a top-down approach, first you design the implemen-
tation of the Web service by creating a WSDL file. You can then use generation tools to
create the Web service and skeleton Java classes to which you can add the required code,
hence this approach is usually called WSDL to Java. The overall process is developed in
a top-down fashion, starting with a Web service definition provided by a WSDL.
The top-down approach is favorable because it eliminates a major source of inter-
operability problems from Web services. Developing Web services in this way promotes
the effort to achieve true interoperability between Web service implementations. Using
the top-down approach, a developer starts by authoring a WSDL document. Once the
description of the service is written, the developer can use skeleton generation tools and
then the generated classes will be filled with the Web service business logic. Clients will
use the WSDL to generate stub code for the service. As the WSDL document is plat-
form independent, stub code for any language can then be generated. In this way clients
can interact with the Web service without knowing the implementation details avoiding
any interoperability issue. With the top-down strategy the main goal of Web services is
achieved.
The advantages and disadvantages of the WSDL to Java vs. the Java to WSDL
development approach can be summarized as:
 WSDL to Java:
1. convenient when WSDL document already exists;
2. requires WSDL and XML Schema knowledge;
3. enforces interoperability.
 Java to WSDL:
1. easier to use;
2. does not need to learn WSDL or XML Schema;
3. less control over published service contract.
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The purpose of WS-GUARD is firstly to be a UDDI Proxy Web service. To follow the
top-down approach the first step is to create the WSDL service definition provided as an
Implementation WSDL document. UDDI provides two WSDL documents inquire v2.wsdl
[7] and publish v2.wsdl [8] respectively for the UDDI Inquire API and for the UDDI
Publish API. Both of the WSDL documents point to the UDDI XML Schema [9] defining
complex types and attributes.
The UDDI Programmer’s API and UDDI Schema documents identify dozens of dif-
ferent structures used to make up the request and response messages. The Programmer’s
API identifies the structure of the request and response messages, paying particular at-
tention to the input parameters for every request message. The UDDI Schema represents
the same data structures, but provides datatyping and constraint information that can’t
be conveyed in the Programmer’s API. When doing any implementation with UDDI, a
copy of these documents is essential.
UDDI V2 does not distinguish between Abstract and Concrete WSDL documents as
suggested in section 4.1.1 of this Chapter, but simply provides a unique WSDL file con-
taining both the abstract and the concrete definitions. Since our purpose is to provide
UDDI as a Web service we need to create an Implementation WSDL document that im-
ports the UDDI WSDL definitions contained in inquire v2.wsdl/publish v2.wsdl and that
defines a wsdl:service element specifying the wsdl:binding we are going to implement and
the endpoint where we will made available the UDDI Web service.
The wsdl:service element for the publish v2.wsdl is a follows:
<service name="UDDIPublishService">
<port name="UDDIPublishPort" binding="uddi:PublishSoap">
<soap:address location="http://plastic.isti.cnr.it:8080/axis2/
services/UDDIPublishService"/>
</port>
</service>
An equivalent wsdl:service element has been defined for the inquire v2.wsdl WSDL doc-
ument. For the development of our UDDI Web service the Apache Axis2 Version 1.1.1
WSDL2Java tool has been used. This tool creates Java skeleton code from the Imple-
mentation WSDL document. The tool resolves automatically the import elements and,
according to the namespace definition declared in the WSDL document, it creates the
package uddi org containing the subpackages api v2, inquire v2 and publication v2 (Fig-
ure 4.5).
Figure 4.6 shows the generated service classes: UDDIInquireServiceSkeleton.java and
UDDIPublishServiceSkeleton.java. These are the service classes exposing the web methods
of the UDDI Inquire and Publish APIs. The classes UDDIInquireServiceSkeletionInter-
face.java and UDDIPublishServiceSkeletonInterface.java represent the inferfaces the skele-
ton classes implement. The two classes UDDIInqireServiceMessageReceiverInOut.java and
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Figure 4.5: Packages and classes generated by the WSDL2Java tool
UDDIPublishServiceMessageReceiverInOut.java are custom message receivers implement-
ing the marshall and unmarshall functions tailored for the UDDI objects. The classes of
the two packages are shown in Figure 4.7.
Service Group
Each of the two service class implements separately the UDDI Inquire and UDDI Publish
API. However, the Proxy Web service we build adds further functionalities to the UDDI
specification. To accomplish this task the Proxy needs to manage shared information
between the Inquire and Publish service class. The technique to address this feature is
provided by Axis2.
As introduced in section 4.1.2, Axis2 provides a mechanism to keep dynamic information
at different levels. Defining a ServiceGroup allows to keep a ServiceGroupContex holding
information about a particular service group, and it is used to share information between
services belonging to the same group during their interactions. The two service implemen-
tation classes are described in a unique service.xml file and it is possible to deploy the two
services together in a single service archive file (e.g. UDDIProxyService.aar in our case).
The services.xml file describing the service group can be written as follows:
<serviceGroup>
<service name="UDDIPublishService" scope="application">
...
</service>
<service name="UDDIInquireService" scope="application">
...
</service>
</serviceGroup>
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The serviceGroup element contains two service elements each related to the specific service
class. The use of the scope attribute, as explained in section 4.1.2, allows to adopt the
required session management.
Databinding framework: XMLBeans
Axis2 WSDL2Java tool generates skeleton and required Java classes starting from WSDL.
The generation process can be executed according to different strategies and approaches.
Many databinding frameworks are now available. The main idea behind databinding
frameworks is to take advantage of the rich features of XML and XML Schema and to have
these features mapped as naturally as possible to the equivalent Java language and typing
constructs. In particular the WSDL2Java parameter -d gives the possibility to customise
the classes generation process allowing the developer to choose one of the following:
 adb, Axis2 data binding;
 JaxMe, JaxMe data binding;
 xmlbeans, XMLBeans data binding.
After a detailed analysis of each of these possibilities, XMLBeans has been chosen as the
databinding framework. Apache XMLBeans is a Java-to-XML binding framework which
is part of the Apache Software Foundation XML project through which it is possible to
access the full power of XML in a Java-friendly way. With XMLBeans you have a familiar
and convenient Java object-based view of XML data without losing access to the richness
of the original, native XML structure and schema. It offers a full XML Schema support:
classes generated from schema provide constructs for all of the major functionalities of
XML Schema.
Both WSDL documents used for the generation process refer the UDDI XML Schema
[9]. This Schema defines all the attributes, simple types and complex types used in the
WSDL documents and it is imported in the types section of the WSDL documents. The
classes generated by XMLBeans are mapped to the Java package api v2 that is shown in
Figure 4.5.
Implementation of skeleton classes and deployment
The generated service classes to fill, shown in Figure 4.6, are UDDIInquireServiceSkele-
ton.java and UDDIPublishServiceSkeleton.java. Firstly the Web service will simply act as
a proxy: in the initial implementation stage all service methods will behave as a regular
UDDI registry.
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Figure 4.6: Skeleton classes
After filling the service skeleton classes with the service business logic, the next step is
to create a service archive file. To make the job simple, Axis2 generates an Ant build file to
create service archive file. To deploy the Web service group it is necessary to drop the ser-
vice archive file into the services directory in the repository. Apache Tomcat version 6.0.7
has been chosen as web server. Our service archive file, named UDDIProxyService.aar,
consists of a ServiceGroup containing the services UDDIInquireService and UDDIPublish-
Service. Figure 4.8 shows the Axis2 administration console where the service has been
deployed.
Figure 4.7: Classes in packages inquiry v2 and publication v2
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Figure 4.8: Axis2 Admin console
4.2.2 Providing UDDI 2.0 as a Web Service
The UDDI specification requires that UDDI compliant registries support a specific set of
SOAP-based operations called the UDDI Programming API [1]. As described in Chapter
1, the specification defines a set of SOAP messages that are used to perform inquire and
publish functions.
There are fundamentally two types of UDDI registries: public registries and private
registries.
In order to promote the UDDI adoption in production environments public UDDI Busi-
ness Registry (URB) provided by IBM, Microsoft and SAP were set up. Inquire and
publish URI were made available to anyone. After 5 years, in January 2006, IBM and
Microsoft announced their decision to shutting down the directories. The decision as been
taken due to the lack of governance over the entries in the URB where unmanaged content
was devaluing UDDI rather than promoting it [43].
The UDDI specification only indicates the technology to interact with a registry: it
requires support for SOAP 1.1 over HTTP, but it leaves free how to interact with it.
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Currently the most natural and easy way for a public registry to expose its functionality
is to advertise the programmatic access points Inquiry API SOAP URL and Publish API
SOAP URL, and this is what IBM and Microsoft did to promote their public registries.
SAP still provides a public Business Registry: the two URLs to interact with the
SAP UDDIV3 Public Registry are http://uddi.sap.com/uddi/api/inquiry/ and https://-
uddi.sap.com/uddi/api/publish/.
Furthermore SAP [49] provides a web-based form to inquire and to publish Web services
in its public registry.
The other kind of registry is the private registry. Small businesses does not need to rely
on huge public UDDI repository (like URB) to expose Web services to developers, they
can instead set up a private UDDI registry on their own server.
To set up this kind of registry a UDDI framework is needed. jUDDI is a framework in-
troduced in Chapter 2, section 2.2.9, providing UDDI functionality. It is a servlet deployed
in a Web server or Servlet Container and it requires a datastore. Once the jUDDI registry
has been set up it can be access through the URLs: http://hostname:8080/juddi/inquiry
and http://hostname:8080/juddi/publish.
The current direction in UDDI adoption seems to go toward small private registries
managed by individual businesses.
Java clients that want to interact with a public or private registry through its inquiry
and publish URLs can use the UDDI4J open source library introduced in Chapter 2, section
2.2.9. The basic class provided by the libray is org.uddi4j.client.UDDIProxy. UDDIProxy
lets the developer set the two URL and its methods map to the UDDI V2 API specification.
In this scenario the UDDI server runs a registry framework (jUDDI for example) and
the UDDI clients application make use of a library like UDDI4J to interact with it.
The proposed WS-GUARD is a solution supporting the Audition process in a UDDI
registry and it is developed as a UDDI Proxy Web service implementing the UDDI APIs
and providing additional testing functionality.
UDDI APIs are exposed as Web service operations and invoked via SOAP messages.
To invoke a UDDI API, the client forms a SOAP message and sends it via HTTP POST to
the UDDI Web service endpoint URL as it does for any other Web service request/response
interaction.
The access point URLs of the WS-GUARD Web service are 1:
 http://plastic.isti.cnr.it:8080/axis2/services/UDDIPublishService for the Publish API;
1The service source code is available at the address http://plastic.isti.cnr.it/tools/WS-GUARD src
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Figure 4.9: WS-GUARD service
 http://plastic.isti.cnr.it:8080/axis2/services/UDDIInquireService for the Inquiry API.
UDDI processes the request message and sends back a response in the form of another
SOAP message. These SOAP messages use the Document/Literal mode of messaging and
are described in detail by WSDL documents located at the UDDI.org Web site.
This makes UDDI a Web service, just like any other WSDL/SOAP-based Web service.
UDDI standard Web services are divided into two WSDL/SOAP-based APIs: the
Inquiry API and the Publish API. The Inquiry API is used to search and read data in a
UDDI registry, while the Publish API is used to add, modify, and delete data in a UDDI
registry.
By implementing UDDI as a Web service, the Inquiry and Publish methods becomes
web methods. Our objective is to perform the Audition process integrating its imple-
mentation in the Proxy implementation. We can extend the functionality of Inquiry and
Publish methods just adding code to extract information in order to test Web services
that are trying to register on UDDI.
The implemented WS-GUARD service, shown in Figure 4.9:
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Figure 4.10: The UML Class diagram showing the Proxy Pattern structure
 is a Java Web service;
 uses Apache Axis2 Version 1.1.1;
 has been deployed on Tomcat application Server Version 6.0.7;
 is based on jUDDI, but any other UDDI registry framework can be plugged-in;
 uses UDDI4J to interact with the jUDDI registry;
 extends the implementation of many of the UDDI APIs to perform the Audition
process and it behaves as a proxy for those that are not involved in Audition.
4.2.3 WS-GUARD: a Proxy for UDDI
The intent of the Proxy Pattern [30] is to provide a surrogate for another object to control
access to it. The Proxy Pattern is applicable whenever there is a need for a more versatile
or sophisticated reference to an object than a simple pointer. The Proxy provides a
replacement for a bare object that performs additional actions.
The participants of the Proxy Pattern shown in Figure 4.10 are:
 Proxy: it provides an interface identical to Subject’s so that a proxy can be substi-
tuted for the real subject;
 Subject: it defines the common interface for RealSubject and Proxy so that a Proxy
can be used anywhere a RealSubject is expected;
 RealSubject: it defines the real object that the proxy represent.
In Figure 4.11 aProxy forwards requests to aRealSubject when appropriate.
The Proxy Pattern introduces a level of indirection when accessing an object. The addi-
tional indirection has many uses, depending on the kind of proxy. Generally the proxy
can perform optimization adding further actions.
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Figure 4.11: Object diagram of a proxy structure at runtime
In our case the implemented WS-GUARD is the Proxy and the UDDI registry is the
RealSubject.
The WS-GUARD service implements the interface defined in the UDDI Version 2.0
specification redirecting the invocations to a real implementation of the server. The use
of Proxy here permits to decouple the development of an enhanced UDDI, a Web service
with testing features, and that of a standard server.
4.2.4 Audition phases, issues and solutions
The Audition framework introduced in Chapter 3 points out the steps of the Audition
process. The following sections describe the implementation of that process.
Registration within an Audition enabled registry
Audition starts when Web services ask for being published on a UDDI registry. This is
the first step of the process.
Web services identification
Audition needs to recognise if a service performing an inquiry is a valid service or if it is a
service under test (service in pending state). In the second case UDDI returns a reference
to a proxy version of the requested service. In our context the crucial point is to recognise
if the service asking for other services is pending. To accomplish this need we mark the
service as pending just before the test engine starts its invocations.
To uniquely identify a Web service in the UDDI registry context we decide to choose
the service endpoint reference as an identifier. The endpoint reference is the access point
where the service is made available by its service provider. From a technical point of view
this means that we need to be able to get the service endpoint from two kind of services:
services asking for registration in UDDI and services performing an inquiry.
The first are services providing registration information in order to be registered, hence
they provide the endpoint that will be stored in the registry.
On the other hand, services interacting with the registry to access other services in-
formation, do not explicitly specify any identification information. In this second case, to
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facilitate gathering the endpoint reference, we mandate registering the Web service to be
compliant with the WS-Addressing specification [14].
This specification has been widely described in section 4.1.3, now it is sufficient to
remind that it provides a means to identify the service endpoint from which a Web service
message request comes from.
This choice brings several consequences. One central issue the Audition enabled registry
needs to tackle is to reject any inquiry request not including addressing information.
To facilitate this behaviour Axis2 suggests to include the wsaddressing tag in the
service.xml file described in the section 4.2.1 of this chapter. Valid values for this tag
are “required” and “optional”. Hence putting wsaddressing=required has the effect to
allow service invocation only to those clients providing WS-Addressing fields in the SOAP
header. The services.xml file describing the UDDI Web service can be written as follows:
<serviceGroup>
<service name="UDDIPublishService" wsaddressing="required">
...
</service>
<service name="UDDIInquireService" wsaddressing="required">
...
</service>
</serviceGroup>
When a request is not WS-Addressing compliant the Axis2 response is:
org.apache.axis2.AxisFault: A required header representing
a Message Addressing Property is not present
Pending data structures
To store pending services identification information a Java HashSet data structure is used.
Since both UDDIPublishService and UDDIInquireService need to access, and more pre-
cisely to write and to read respectively this data structure, it is shared between the two
services using the ServiceGroupContext mechanism described in section 4.2.1 of this Chap-
ter.
In addition to services being tested, the Audition process influences the visibility of
several UDDI data structure as well. In particular a Web service implementation is de-
scribed by the wsdl:port element of a WSDL document; each wsdl:port exactly refers one
wsdl:binding element and the UDDI representation for this WSDL element is a binding
tModel (according to the standard WSDL-UDDI mapping presented in section 2.2.5).
Testing the Web service implementation means to test the implementation details de-
scribed by the binding associate to that Web service, hence the UDDI structure binding
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tModel will be marked as pending by storing its key in a pending tModel HashSet data
structure.
Furthermore, the find tModel API results are filtered showing, within the others tMod-
els, only successful tested binding tModels. Keeping binding tModel hidden avoids a not
tested binding to be found and to be implemented by someone querying the registry.
Note that in case the Web service implementation fails during the testing phase two
actions are undertaken: the pending binding tModel is deleted from the registry and the
Web service registration is denied. This second action is implemented removing the Web
service identifier from the pending services data structure.
Figure 4.12: UML Activity diagram for the registration of a Web service implementation
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Registration of Web services from WSDL documents
Several tools have been developed to perform automatic UDDI registration of WSDL
documents. These tools rely on UDDI registries and take as input WSDL documents.
Example of this kind of tools are those provided by the Eclipse Web Tools Platform [46],
IBM Web Sphere [47] and SOA Software [48].
If a tool like those mentioned above needs to implement the Web service registration
phase taking into account Audition, it only needs to invoke the WS-GUARD web methods
taking care of a specific order, conditions and constraints necessary to Audition. This
means that the tool behaves as the client of WS-GUARD: instead of interacting with the
registry itself the tool interacts with our Proxy.
The main condition on Web services registration is that each service must provide a
reference to the SSM representation of its behaviour. This assumption guarantees that
services in the Audition enabled registry have a behavioural specification associated with
them.
Constraints on the registration sequence are relative to the links among UDDI data
structures needed to guarantee data model consistency. Such links are references from one
UDDI structure to another and they are depicted in Figure 4.20.
One essential assumption for our registration phase to be effective is the absence of
“External WSDL Implementation Documents”, described in Appendix A of the standard
WSDL-UDDI mapping [6]. This is essentially due to the fact that this implementation re-
lies on UDDI as the key technology to test and dynamically discover and bind Web services
at runtime. Scenarios depicted using the “External WSDL Implementation Documents”
mechanism do not allow the Audition process and make UDDI useless.
However the registration process within the Audition enabled UDDI is slightly different
from the process within a regular UDDI.
According to the standard WSDL-UDDI mapping proposed by the UDDI Technical
Committee described in 2.2.5 and considering the UDDI mapping extensions introduced in
4.3, the registration of a Complete WSDL document within an Audition enabled registry,
implemented with WS-GUARD described in this Chapter, consists of the following ordered
steps:
1. register the SSM as a UDDI SSM instance tModel;
2. register the wsdl:portType element as a UDDI portType tModel adding a reference
to the SSM instance tModel registered in Step 1;
3. register the wsdl:binding element as a UDDI binding tModel adding a reference to
the UDDI portType tModel registered in Step 2;
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4. register the wsdl:service element as :
(a) a UDDI service tModel,
(b) a UDDI businessService structure;
5. register the wsdl:port element as a UDDI bindingTemplate structure (with reference
to the four tModels published in Steps 1, 2, 3 and 4.a)
Depending on the type and the structure of the WSDL document to register, described
in section 4.1.1, the execution of the registration steps described above can considerably
change. In particular:
 in case of a Complete WSDL document, all the steps are executed in the specified
order;
 in case of registration of a SSM, step 1 is the only required action;
 in case of an Abstract WSDL document, only step 2 is applicable. The registration of
the portType tModel described in the WSDL requires the reference to the registered
SSM tModel. This means that step 2 requires the precondition that a SSM for the
portType has already been registered and its generated tModel key is available;
 in case of a Concrete WSDL document, step 3 is executed. The registration of the
binding tModel for the definitions inside the WSDL requires the references to the
corresponding portType tModel;
 in case of an Implementation WSDL document steps 4 and 5 are executed. When
registering the bindingTemplate element in step 5 all of the following references must
be provided:
– SSM tModel;
– portType tModel;
– bindingTemplate tModel;
– service tModel;
This constraint means that in order to register a Web service implementation a set
of supporting structures must have been previously registered in the registry. This
is particularly true in the Audition enabled UDDI registry where the absence of one
or more of the mentioned structures compromises the testing activity.
The UML Activity diagram in Figure 4.12 summarizes the steps to register a Complete
WSDL document. The Sub-activity indicator, the rake in the bottom corner of the
save binding - bindingTemplate registration activity, indicates that the activity is described
by a more detailed Activity diagram (Figure 4.17).
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Figure 4.13: Class AmbitionPars.java
Activating the Ambition service
AMBITION (Automatic Model-Based Interface Testing In Open Networks) is a tool which
automatically tests Web Services based on a SSM specification [19].
Generally, the decision of when to stop testing is difficult to make because less testing
may leave critical faults in the software, while more testing increases time. AMBITION
solves the problem deciding to stop testing after a certain period of time.
The AMBITION tool is encapsulated into a Web service itself, so that it can be
called from WS-GUARD. The AMBITION tool is activated at registration time meaning
that every time a Web service tries to register in UDDI using one of the Publish API,
AMBITION will start. The UML Activity diagram in Figure 4.17 shows all the activities
performed by WS-GUARD to enable the Web service testing within the save binding
operation.
The class AmbitionPars.java (Figure 4.13) is a container for the set of information to be
passed to the AMBITION Web Service, which are:
1. URI pointing to a SSM instance;
2. URI pointing to a WSDL document;
3. qName of a wsdl:Service element inside the WSDL in point 2;
4. qName of a wsdl:Port inside wsdl:service in point 3.
Discovery of services and Generation of Proxies
One key point of the Audition process is when a pending Web service executes the
find binding API. This crucial step is described in detail in Chapter 3. In this case
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Figure 4.14: The new service package
WS-GUARD returns to the caller a reference to a Proxy version of the required ser-
vice: this service will implement the same interface as the required service. Our assump-
tion here is that all services registered in the UDDI registry provide two Web service
implementations. The reference to the main implementation (e.g. with access point
www.service.com/serviceImplementation) is registered in the registry, the reference to
the testing version of the implementation (e.g. with access point www.service.com/-
serviceImplementation test) is unknown to the registry and it is exclusively managed by
WS-GUARD that will return this access point to those services in the pending table when
they execute an Inquiry API.
The Proxy version is a Web service that is aware of the testing phase that will probably
take place and it is implemented to be executed in testing-mode state.
Implementation of the Audition’s features
Figure 4.5 shows the packages generated by the WSDL2Java tool. To facilitate the imple-
mentation of the Audition features we introduce the new service package. The complete
packages structure is shown in Figure 4.14. The main classes in the service package in-
volved in the Audition implementation are described in the following.
WSGuard The class WSGuard is the superclass of the service classes UDDIInquireSer-
viceSkeleton and UDDIPublishServiceSkeleton (Figure 4.15). It keeps the ServiceGroup-
Context instance variable. Its constructor checks if the required variables have been ini-
tialized in the service group context. If not those variables are initialized and they become
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Figure 4.15: WSGuard class
Figure 4.16: AuditionManager class
part of the context. If they already are in the context they are left as they are.
AuditionManager The class AuditionManager (Figure 4.16) is the class responsible for
the implementation of the Audition testing phases. In particular the methods bindingTem-
plateTesting, businessServiceTesting and businessEntityTesting implement the operations
described in section 4.2.4.
PendingBindingTemplate and PendingTModel The PendingBindingTemplate and
PendingTModel classes represent the pending structures that Audition needs to maintain.
Both of them contain a Java HashSet suitable to keep track of the pending bindingTem-
plates and tModels respectively.
UDDI APIs affected by the Audition process
The Publish API web methods affected by the Audition process are:
 save tModel : binding and service tModels are regularly registered but they are
marked as pending. While implementing this API, binding tModels can be detected
looking at the WSDL entity type categorization with value “binding”. Service tMod-
els are identified and marked with the same mechanism.
 save binding : the save binding API plays a central role in the Audition process since
this API is called to register a service implementation in the registry. The testing
phase is to be done before actually registering the bindingTemplate in the registry.
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With this API one ore more bindingTemplate structures can be saved or updated.
The given implementation saves each bindingTemplate at a time, in particular for
each bindingTemplate to register four main activities are performed (Figure 4.17):
1. a set of information needed by following testing phases are retrieved and stored
in an instance of the AmbitionPars Java class;
2. the bindingTemplate is marked as pending in the ServiceGroupContext prop-
erty class PendingBindingTemplate;
3. the AMBITION Web service is invoked;
4. if the tests driven by AMBITION fail then the bindingTemplate is not registered
and it is removed form the pending data structure, related tModel binding is
deleted. If the testing over the bindingTemplate succeed the registration process
is completed and the bindingTemplate under test is removed from the pending
data structure.
Once all bindingTemplate structures to save have been separately tested a responce
can be given to the client. To facilitate this task a further check is performed at
the end of the testing phase: if all bindingTemplates have passed the Audition the
bindingTemplate structures created or update are returned to the caller. Otherwise
a DispositionReportException is thrown, as depicted in section 4.2.4.
 save service: as for the save binding API, the save service can be used to save
or update one or more businessService elements. The businessService element to
save/update may or may not include bindingTemplate child elements. The imple-
mentation saves each businessService at a time and for each of them the save binding
API is called. If all the bindingTemplates contained in each businessService succeed
the Audition process then the API is completed and the saved businessService ele-
ments are returned. Otherwise a DispositionReportException is thrown;
 save business: similarly to save service and save binding this API is used to save
or update one or more businessEntity elements. For each of the businessEntity to
save the save service API is invoked. If all the businessService contained in each
businessEntity succeed the Audition process then the API is completed and the
saved businessEntitys element is returned. Otherwise a DispositionReportException
is thrown.
The Inquire API web methods affected by the Audition process are:
 find tModel : binding and service tModels referred within bindingTemplate structures
under test can not be retrieved since they give implementation details that need to
be tested before becoming publicly available. This is accomplished by adding a filter
functionality to this API: binding and service tModels are recognised and they are
not displayed in the list of matching tModels;
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 find binding : looking for Web service implementations within the Audition enabled
UDDI registry gives a different result depending on the state of the service perform-
ing the API. As detailed in the Chapter 3, the Audition framework foresee a stage
in which the service under test, driven by a Testing client, makes invocations and
possibly asks to the registry references to other Web services by invoking one of
the Inquire APIs. WS-GUARD uses WS-Addressing information to recognise the
service that is performing the inquiry and to give a proper response. If the service
performing the API is a pending bindingTemplate under test (it is in the Pending-
BindingTemplate structure) a reference to a Proxy version of the required service is
given. Otherwise the regular behaviour is executed.
The same technique is adopted for the get bindingDetail, get serviceDetail and -
get businessDetail methods.
As explained in Chapter 2 all operations that a UDDI registry performs are synchronous.
Adding testing capabilities to UDDI can considerably increase the registry response time,
especially for the save xx APIs.
To tackle this issue two points of view can be considered: the service provider side and
the client side.
At the service provider side a solution could be to change the MEP for the operations
considered to cost sizeable response time from the current request-response indicated in
the UDDI specification to a different MEP. As a consequence of this modification, the
WSDL descriptions of involved operations change aﬄicting the interoperability archivied
following the top-down approach Web service development.
From the client side a possibility could be to use an asynchronous invocation pattern.
As highlighted in section 4.1.2, this framework provides such a mechanism (non-blocking
invocation). We can suppose that clients of the WS-GUARD are completely aware that
the processing of certain operations may take long time and they choose the appropriate
type of invocation pattern depending on their needs.
In this implementation our choice has been to keep the original UDDI behaviour letting
the client decide the best invocation mechanism in relation to its own objectives.
Audition Architecture
Figure 4.18 shows the technologies used in the proposed implementation and depicts how
WS-GUARD interact with the AMBITION tool that has been described above. As can
be observed all of the used technologies are open source and free distributed.
According to the labels given in the picture the functionality of each shown interface is as
follows:
1. This is the UDDI interface described by the specification documents and WSDL
files. It is used by services to publish and retrieve information on registered services.
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Figure 4.17: UML Activity diagram showing sub-activities within the save binding - bind-
ingTemplate registration activity of Figure 4.12
2. This interface is used by the testing engine to notify the result of a testing phase.
According to this result the registration will be accepted or not.
3. This is the interface that allows WS-GUARD to pass the information about a service
asking for registration. This information, represented in the class AmbitionPars.java
(Figure 4.13), concerns the location of a WSDL file and the SSM model associated to
the implemented service, as described above. After having received this information
the testing engine (based on AMBITION) will start to invoke and test the service.
4. This interface is actually the jUDDI interface. The UDDI4J library, used within WS-
GUARD, communicates with the Inquiry and Publish URLs of the jUDDI server.
5. This is the interface of the database (MySQL in this implementation).
Testing failure reporting with the dispositionReport UDDI structure
Depending on the AMBITION results the testing outcomes need to be communicated
to the caller. The UDDI V2 specification describes the usage of the dispositionReport
structure as a means to communicate to the caller the occurrence of error situations
(Chapter 2, section 2.2.4). In particular the structure is encapsulated in a SOAP response
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Figure 4.18: Audition components implementation
message. The results of the Web service registration, and those of the Audition process are
comunicated to the UDDI clients adopting the same mechanism. Doing so allows to specify
the details of the Audition process results remaining aligned to the UDDI specification.
In particular this applies to the save binding API. In case of success the save binding API
returns the bindingTemplate structure created or updated. If one of the following error
occurs while processing the API a dispositionReport element will be returned to the caller
in a SOAP Fault:
 E authTokenExpired: signifies that the authentication token value passed in the
authInfo argument is no longer valid because the token has expired.
 E authTokenRequired: signifies that the authentication token value passed in the
authInfo argument is either missing or is not valid.
 E invalidKeyPassed: signifies that the request cannot be satisfied because one or
more uuid key values specified is not a valid key value, or that a hostingRedirector
value references a bindingTemplate that itself contains a hostingRedirector value.
 E userMismatch: signifies that one or more of the uuid key values passed refers to
data that is not controlled by the individual who is represented by the authentication
token.
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 E accountLimitExceeded: signifies that user account limits have been exceeded. Ac-
count limits are established based on the relationship between an individual publisher
and an individual operator. No operators may place other restrictions on publishing
limits established by custodial operators.
Note that the save binding API can be used to publish/update one or more bind-
ingTemplate structures. In case of multiple structures only if all the atomic publish/update
operations have been successfully processed the whole API is achieved and the registra-
tion process is completed. If at least one of the atomic publish/update operations fails
the dispositionReport element will clearly specify the succeed ones and the failed ones:
the result subelement can be used to accomplish this task. In particular the result
subelements are inserted keeping the order, doing so the i -th result element correspond
to the i -th bindingTemplate element.
Having the possibility to define the new error code E_testFailed and the new error
number 70000 describing the testing error situation permits the caller to exactly identify
the source of the problem. An example of the dispositionReport element generated by
WS-GUARD and describing an error situation is the following:
<dispositionReport generic="2.0" operator="UDDIProxyWS">
<result errno="70000" keyType="bindingKey">
<errInfo errCode=E_testFailed">
Audition process failed
</errInfo>
</result>
<result errno="0" keyType="bindingKey">
<errInfo errCode=E_success">
C2713D30-F50E-11DB-B748-A9662AD71BDF
</errInfo>
</result>
</dispositionReport>
The above XML fragment is the dispositionReport element describing the result of
a save binding API used to publish two bindingTemplate structures. The first result
subelement, referring the first bindingTemplate structure passed to the API, reports a
failure, the second result subelement shows that the structure has been successfully
published in the registry with businessKey
C2713D30-F50E-11DB-B748-A9662AD71BDF.
4.3 UDDI as an Extended Web Services Registry
This section introduces a method for storing additional information in UDDI. Develope-
ments in this topic will be useful to model UDDI extentions to cover different areas of
describing Web services. Companies can start leveraging this approach to add more infor-
mation on additional attributes of Web services, such as quality of service and versioning
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information, to their enterprise UDDI registries [34]. In this section we will firstly explain
the adopted extention technique and then we will outline the implemented solution in the
field of Web service testing. The introduced capabilities adapt UDDI to the Audition
framework requirements.
4.3.1 Techniques for Information Extension
The amount of information tracked by a UDDI registry on each Web service is a small
subset of the information that companies actually need to manage for each of these ser-
vices. Developers want to access the actual formats used by those Web services within
the registry. This includes objects from the WSDL descriptions of Web services, such as
portTypes, and also includes other artefacts associated with Web services such as XML
Schemas to represent types used by those WSDLs. The WSDL mapping presented in
Chapter 2, section 2.2.5, accomplishes to this need.
The general issue is: how to represent in the registry artefacts that are not present in
the UDDI data model? Looking at how WSDL portTypes and bindings are represented
in UDDI, we can learn some useful approaches on how to put new types of information
associated with Web services into the registry [34]. The techniques used by the WSDL
mapping technical note can be used to represent new classes and attributes of information.
The key of this mechanism is the use of specification and categorization tModels. Spec-
ifications tModels describe the Web service and can be expressed in WSDL files, XML
Schema definitions or just a reference to a Web page for any other specification. Catego-
rization tModels provide an extensible mechanism for adding property information to a
UDDI entity.
4.3.2 Enhance UDDI to manage the Audition process
As introduced in Chapter 3, the behavioural specification of a Web service is represented
by SSM. SSM are a key element in the testing strategy proposed by Audition and therefore
we need a kind of representation of SSM in UDDI. The new class of information to be
introduced in UDDI is represented by the SSM specification for a given WSDL portType.
In order to represent this new classes of information associated with Web services we can
generate an additional tModels for it. We can then categorize it, using taxonomy tMod-
els, to represent the attributes of those classes. A typical attribute for a SSM is the SSM
URI. The UDDI bindingTemplate entity will include a reference to its associated SSM
tModel by including the tModel in its tModelInstanceDetails structure. The tModelIn-
stanceDetails structure points to a set of tModels that define the “technical fingerprint” of
the service. According to the WSDL mapping technical note, the tModelInstanceDetails
structure points to (at least) the portType and binding tModels. We are suggesting that
an additional tModel be included in this list to represent the SSM. The mapping process
consists of the following four main steps.
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Step 1: Introducing a categorization tModel for SSM
In this step we publish a categorization tModel for the SSM specification. Our goal is to
define a new class of information for SSM. This tModel is used to classify a specification
as a behavioural specification, this is a means to indicate the specification type.
According to the OASIS-UDDI directives a tModel is classified as a categorization tModel
by adding a reference with tModelKey equals to “uuid:c1acf26d-9672-4404-9d70-39b756-
e62ab4” and with the attribute keyValue set to “categorization”. Classifying this tModel
as uddi-org:types = “categorization” would allow to use it in a keyedReference to classify
other entities. In addition to this the tModel subelement overviewURL points to a location
providing documentation about the specification.
Our “SSM categorization tModel” is structured as follows.
<tModel tModelKey="SSM-TMODELKEY" >
<name>SSM_Specification_tModel</name>
<overviewDoc>
<overviewURL>
http://www.isti.cnr.it/sp-ssm.pdf
<overviewURL>
<overviewDoc>
<categoryBag>
<keyedReference
tModelKey="uuid:c1acf26d-9672-4404-9d70-39b756e62ab4"
keyName="uddi-org:types"
keyValue="categorization"/>
</categoryBag>
</tModel>
All the registries capable of managing SSM registration need to be aware of this tModel.
tModels like this, representing a well-known concept owned by a standard group, industry
or consortium, should be submitted to OASIS-UDDI. In this way the tModel becomes a
registered tModel, it is advertised by OASIS-UDDI [10] and it gets a wide visibility making
possible to anyone who want to produce or find out compliant implementation to find it.
Step 2: Register a SSM instance as a specification tModel
In this step we publish a tModel for a specific SSM instance in the UDDI registry. When
an instance of the class of information described by the “SSM categorization tModel” is
registered it should be classified as a “specification”. The tModel should also indicate
that it is a behaviour specification by including the “SSM categorization tModel” in its
categoryBag. Specification tModels are used to represent service type definitions, that is,
reusable features of Web services. Web service registrations reference specification tModels
in order to indicate their compliance with the service type definition.
Every time a new SSM needs to be registered in the UDDI registry a new tModel similar to
the one below will be published. The tModel category bag will have two keyedReference:
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the first for the SSM categorization tModel telling that it is a behaviour specification and
the second to indicate it is a specification.
The “SSM instance specification tModel” for the SSM described in the file service1 ssm.xml
is:
<tModel tModelKey="SSM-INSTANCE-TMODELKEY" >
<name>Service1_SSM</name>
<overviewDoc>
<overviewURL>
http://myservice.com/service1_ssm.xml
<overviewURL>
<overviewDoc>
<categoryBag>
<keyedReference
tModelKey="SSM-TMODELKEY"
keyName="behaviour specification type"
keyValue="SSM"/>
<keyedReference
tModelKey="uuid:c1acf26d-9672-4404-9d70-39b756e62ab4"
keyName="uddi-org:types"
keyValue="specification"/>
</categoryBag>
</tModel>
In the above example a tModel for the SSM Service1 SSM, available at the address
http://myservice.com/service1 ssm.xml, has been registered in the UDDI registry.
Step 3: UDDI portType tModel update
A SSM specifies the behaviour of a Web service. In particular a SSM describes the service
dynamic behavioural interactions extending the static information given in the WSDL
portType. Since the WSDL portType element is mapped into the portType tModel in
UDDI, and we just introduced the SSM categorization tModel, it seems natural to link
together to the tModels.
A correlation between the two tModel can be modelled introducing another tModel to
indicate that the portType complies to the behaviour defined in a particular behaviour
specification, this is a means to associate a portType with a behavioural specification.
Let’s call this new tModel “SSM reference tModel”.
This same mechanism is adopted in the WSDL-UDDI standard mapping in order to model
the portType reference in the bindingTemplate tModel (in this mapping the tModel is
called the “WSDL portType reference tModel”).
The new “SSM reference tModel” will be:
<tModel tModelKey="SSM-REF-TMODEL-KEY">
<name>SSM_ reference_tModel</name>
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<description>A category system used to reference a SSM tModel</description>
<overviewDoc>
<overviewURL>
http://sel.isti.cnr.it/SSMReferencetModel.htm
</overviewURL>
</overviewDoc>
<categoryBag>
<keyedReference
tModelKey="uuid:c1acf26d-9672-4404-9d70-39b756e62ab4"
keyName="uddi-org:types" keyValue="categorization"/>
<keyedReference
tModelKey="uuid:c1acf26d-9672-4404-9d70-39b756e62ab4"
keyName="uddi-org:types" keyValue="unchecked"/>
</categoryBag>
</tModel>
The “SSM reference tModel” should be a registered tModel for the same reasons ex-
plained in Step 1 regarding the “SSM categorization tModel”.
Now it is possible to add a the SSM reference to the portType tModel by adding a
keyReference element to the categoryBag in the portType tModel. The keyedReference
element will be:
<keyedReference
tModelKey="SSM-REF-TMODEL-KEY"
keyName="behavioural spec"
keyValue= "SSM-INSTANCE-TMODELKEY" />
The updated portType tModel in the registry is as follow:
<tModel tModelKey="PORTTYPE-TMODELKEY" >
<name>
Service1_PortType
</name>
<overviewDoc>
<overviewURL>
http://myservice.com/service1.wsdl
<overviewURL>
<overviewDoc>
<categoryBag>
<keyedReference
tModelKey="SSM-REF-TMODEL-KEY"
keyName="behavioural spec"
keyValue= "SSM-INSTANCE-TMODELKEY" />
<keyedReference
tModelKey="uuid:d01987d1-ab2e-3013-9be2-2a66eb99d824"
keyName="portType namespace"
keyValue="http://example.com/stockquote/"; />
<keyedReference
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tModelKey="uuid:6e090afa-33e5-36eb-81b7-1ca18373f457"
keyName="WSDL type"
keyValue="portType" />
</categoryBag>
</tModel>
Step 4: Specify a SSM for a registered service
In this step a bindingTemplate structure, representing a Web service implementation that
wants to comply with the SSM, is updated. Supposing a Web service has been published
in a UDDI registry, it consists of several tModels (at least the portType and binding
tModels) and a bindingTemplate structure. The tModelInstanceDetails enclosed in the
bindingTemplate is a collection pointing to the tModels generated for the WSDL portType
and binding. A SSM can be associated to the Web service adding a reference to the SSM
tModel in the bindingTemplate structure. This can be done by adding a tModelInstance-
Info structure describing the SSM tModel to the bindingTemplate. The following example
shows how looks like the reference to the SSM tModel (registered in step 2) that will be
added to the bindingTemplate.
<tModelInstanceInfo
tModelKey="SSM-INSTANCE-TMODELKEY">
<description xml:lang="en">
The SSM the bindingTemplate complies to.
</description>
</tModelInstanceInfo>
The bindingTemplate structure resulting from the update operation is as follow:
<bindingTemplate
bindingKey="BINDING-KEY"
serviceKey="SERVICE-KEY">
<accessPoint URLType="http">
http://location/sample
</accessPoint>
<tModelInstanceDetails>
<tModelInstanceInfo>
tModelKey="SSM-INSTANCE-TMODELKEY">
<description xml:lang="en">
The SSM the bindingTemplate complies to.
</description>
</tModelInstanceInfo>
<tModelInstanceInfo
tModelKey="BINDING-TMODELKEY">
<description xml:lang="en">
The wsdl:binding that this wsdl:port implements.
The instanceParms specifies the port local name.
</description>
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<instanceDetails>
<instanceParms>Service1Port</instanceParms>
</instanceDetails>
</tModelInstanceInfo>
<tModelInstanceInfo
tModelKey="PORTTYE-TMODELKEY">
<description xml:lang="en">
The wsdl:portType that this wsdl:port implements.
</description>
</tModelInstanceInfo>
</tModelInstanceDetails>
</bindingTemplate>
The tModelIstanceDetails structure contains now one additional tModelInstaceInfo. In
the example above there are three tModelInstaceInfo elements after the update:
 the first refers to the SSM tModel registered in step 2;
 the second refers to the binding tModel;
 the third refers to the the portType tModel.
Find implementations of SSM
This section shows how to retrieve SSM descriptions in the registry. In particular we show
here an example to find all implementations of Service1 SSM defined with the tModel
published in Step 2.
Because the serviceKey attribute is required in the find binding call, two queries are
needed: a find service call must be made first to get the key of all services that contain a
bindingTemplate that references the SSM.
<find_service generic="2.0" xmlns="urn:uddi-org:api_v2">
<tModelBag>
<tModelKey>SSM-INSTANCE-TMODELKEY</tModelKey>
</tModelBag>
</find_binding>
One of the retrieved services is selected and its details are discovered with the get serviceDetail.
Suppose the service with serviceKey=“102b114a-52e0-4af4-a292-02700da543d4” is selected.
The find binding call can now be invoked with the selected serviceKey attribute:
<find_binding serviceKey="102b114a-52e0-4af4-a292-02700da543d4"
generic="2.0" xmlns="urn:uddi-org:api_v2">
<tModelBag>
<tModelKey>SSM-INSTANCE-TMODELKEY</tModelKey>
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</tModelBag>
</find_binding>
A further get bindingDetail call will provide us all the details of the found Web service
implementation.
SSM modelling remarks
One important thing to note about the steps listed above, especially Steps 3 and 4, is that
this approach trends to keep the great flexibility, in terms of composition and reusability,
introduced by the standard WSDL-UDDI mapping. The SSM mapping has been achieved
keeping in mind the style and the principles introduced in the “Using WSDL in a UDDI
Registry”, Version 2.0.2 Technical Note. The abstract nature of the SSM specification has
been maintained by representing SSM instances as tModels. Furthermore, since each SSM
instance represents an extension to the WSDL portType and the portType is part of the
abstract WSDL information model, the extension correlation between the two structures
has been realized in Step 3 using the keyedReference mechanism.
The advantage provided introducing the Step 4 is to help finding implementations
compliant to a SSM specification just looking at the bindingTemplate structure.
The abstract and the concrete aspects of the mapping have been maintained as separated
structures: for example if a bindingTemplate structure is deleted the portType tModel
and the SSM tModel associated to it are still present in the registry, allowing others Web
service implementation to re-use them.
Registry clients can easily find out the SSM specification for a given Web service im-
plementation just looking at the tModelInstanceDetails structure. Furthermore, the SSM
specification can be reached starting from the abstract portType tModel.
UDDI registries that need to be able to register SSM and to support the Audition
process must add the two canonical tModels described in Steps 1 and 3 to their database.
The following SQL statements create the tModel entries for the SSM specification.
The following INSERT is for the “SSM categorization tModel” described in Step 1.
INSERT INTO TMODEL (TMODEL_KEY,AUTHORIZED_NAME,OPERATOR,
NAME,OVERVIEW_URL,LAST_UPDATE)
VALUES (’uuid:34D58A00-F412-11DB-8A00-DF2718AD4752’,
’Administrator’,’jUDDI.org’,
’SSM_specification’, ’http://sel.isti.cnr.it/sp-ssm.pdf’,NULL);
INSERT INTO TMODEL_DESCR (TMODEL_KEY,TMODEL_DESCR_ID,
LANG_CODE,DESCR)
VALUES (’uuid:34D58A00-F412-11DB-8A00-DF2718AD4752’,0,
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’en’,’SSM specification’);
INSERT INTO TMODEL_CATEGORY (TMODEL_KEY,CATEGORY_ID,TMODEL_KEY_REF,
KEY_NAME,KEY_VALUE)
VALUES (’uuid:34D58A00-F412-11DB-8A00-DF2718AD4752’,0,
’uuid:C1ACF26D-9672-4404-9D70-39B756E62AB4’, ’uddi-org:types’,
’categorization’);
The “SSM reference tModel” (Step 3) is created with the following:
INSERT INTO TMODEL (TMODEL_KEY,AUTHORIZED_NAME,OPERATOR,
NAME,OVERVIEW_URL,LAST_UPDATE)
VALUES (’uuid:86564130-F412-11DB-8130-E11CB85320D8’,
’Administrator’,’jUDDI.org’,
’SSM_reference’, ’http://sel.isti.cnr.it/SSMReferencetModel.htm’,NULL);
INSERT INTO TMODEL_DESCR (TMODEL_KEY,TMODEL_DESCR_ID,LANG_CODE,DESCR)
VALUES (’uuid:86564130-F412-11DB-8130-E11CB85320D8’,0,’en’,
’SSM specification reference’);
INSERT INTO TMODEL_CATEGORY (TMODEL_KEY,CATEGORY_ID,
TMODEL_KEY_REF,KEY_NAME,KEY_VALUE)
VALUES (’uuid:86564130-F412-11DB-8130-E11CB85320D8’,0,
’uuid:C1ACF26D-9672-4404-9D70-39B756E62AB4’,
’uddi-org:types’,’categorization’);
INSERT INTO TMODEL_CATEGORY (TMODEL_KEY,CATEGORY_ID,TMODEL_KEY_REF,
KEY_NAME,KEY_VALUE)
VALUES (’uuid:86564130-F412-11DB-8130-E11CB85320D8’,1,
’uuid:C1ACF26D-9672-4404-9D70-39B756E62AB4’,
’uddi-org:types’,’unchecked’);
Abstract, Concrete and Implementation WSDL documents in UDDI
Another kind of extention to the standard WSDL-UDDI mapping comes from the con-
siderations explained in section 4.1.1 about the possibility to have three distinct WSDL
documents containing all the definitions required to fully describe a Web service inter-
face. Furthermore the three documents can reside in different locations hosted by various
service providers. The standard mapping introduces a tModel representation for both
wsdl:portType and wsdl:binding element; this kind of representation keeps the reference
of the WSDL documents containing the elements. The representation of the wsdl:service
element is realised through the UDDI businessService structure; this structure does not
offer the possibility to represent a WSDL location reference.
This fact brings the consideration that the WSDL containing the service element (Im-
plementation WSDL document) should still be referenced in a tModel and that tModel
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should be referenced by key in the bindingTemplate representing the endpoint for that ser-
vice. Having the possibility to store in the registry WSDL references of Implementation
WSDL documents permits to have an information model able to represent the scenario
of three separate WSDL files. For this reason we introduce a new tModel called “service
tModel”; its categoryBag is the same as the one enclosed in the businessService UDDI
element. An example of the service tModel is as follows:
<tModel tModelKey="SERVICE-TMODELKEY" >
<name>
Service1_Service
</name>
<overviewDoc>
<overviewURL>
http://myservice.com/implementation.wsdl
<overviewURL>
<overviewDoc>
<categoryBag>
<keyedReference
tModelKey="uuid:6e090afa-33e5-36eb-81b7-1ca18373f457"
keyName="WSDL type"
keyValue="service" />
<keyedReference
tModelKey="uuid:d01987d1-ab2e-3013-9be2-2a66eb99d824"
keyName="service namespace"
keyValue="http://example.com/stockquote/"; />
<keyedReference
tModelKey="uuid:2ec65201-9109-3919-9bec-c9dbefcaccf6"
keyName="service local name"
keyValue= "Service1" />
</categoryBag>
</tModel>
The extended WSDL-UDDI mapping
Figure 4.19 shows the mapping of WSDL 1.1 definitions to the UDDI V2 data model. The
mapping is specified in the “Using WSDL in a UDDI Registry”, Version 2.0.2 Technical
Note [6]. As depicted earlier, this technique maps each WSDL definition to a separate
UDDI entity. Since the SSM definition is closely linked to the WSDL syntax, the proposed
mapping can be thought as an extention to the standard WSDL-UDDI mapping.
The following figure (Figure 4.20) shows how the proposed SSM mapping extends the
standard mapping and it includes the new tModel service.
In this Figure, red parts represent newly introduced element in UDDI to support SSM
representation; green parts highlight how SSM extends the WSDL specification and what
is the SSM correspondent structure in UDDI; blue parts depict the tModel service and its
references.
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Figure 4.19: WSDL-UDDI standard mapping
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binding
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service
tModel name = [portType local name]  
   overviewURL = [WSDL location]
categoryBag
    type = portType
    namespace = [namespace]
    behaviorType = SSM
tModel name = [binding local name]  
   overviewURL = [WSDL location]
categoryBag
    type = binding
    namespace = [namespace]
    portType =[portType tModel]
    protocol = SOAP
    transport = HTTP
businessService name = [human-read name]  
categoryBag
    type = service
    namespace = [namespace]
    local name = [service local name]
bindingTemplate
    accessPoint = [accessPoint]
    ssm = [ssm tModel]
    service = [service tModel]
    portType = [portType tModel]
    binding = [binding tModel]
        local name = [port local name]
tModel name = [portType local name]  
   overviewURL = [SSM instance location]
categoryBag
    type = specification
    behavior specification type = SSM
UDDI V2
tModel name = SSM specification tModel 
   overviewURL = [SSM spec location]
categoryBag
    type = categorization
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wsdlURI
portType
tModel name = [service local name]  
   overviewURL = [WSDL location]
categoryBag
    type = service
    namespace = [namespace]
    local name = [service local name]
Figure 4.20: WSDL-UDDI extended mapping
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Chapter 5
Conclusions
Goal of this thesis has been the development of a Web service testing framework to enhance
UDDI registries with mechanisms aiming at providing only “high quality” services to users.
Basis for the development of the thesis has been Audition. This is a framework explicitly
conceived to enhance UDDI registries with testing functionality to be applied when a
service asks for registration. Audition relies on:
i. a standard way to describe services to test;
ii. a directory service maintaining persistent and updated information about registered
services;
iii. an established registration process.
The issues discussed in this thesis are related to the implementation of the features
foreseen by the framework.
In particular one of our main goals has been to define an improved protocol for Web
service registration within UDDI taking care of providing all the essential elements for the
testing phase to take place. This thesis also presents a way to enrich the standard UDDI
data model used to store Web services description, with artifacts suitable for the testing
activity.
Given this objective, the major effort faced during the thesis development has been to
tackle Web service technologies in order to keep the main Web service feature: interoper-
ability.
The Audition framework originally assumed to introduce the proposed improvements
in the registry itself risking to compromise the UDDI standardisation. For this reason
has been introduced a way to enrich the UDDI specification by creating a specifically
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conceived Proxy for it. This approach maintains compliance with standards, while at the
same time allows us to tailor the system to fulfill our particular validation objectives.
In particular, one of the Audition requirements is to maintain the state of tested Web
services. Doing so the framework can recognise if the registry is interacting with a service
under test and it will undertake specific actions. Such a service is called “pending service”.
Keeping the pending state of tested Web services does not require to extend the UDDI
database or to introduce a different one for pending requests, it has been used instead a
mechanism provided by the Web service framework adopted for the implementation.
Furthermore, to enable the testing process, the framework required authenticated in-
quiry in order to recognise if the service is still in a pending state or not.
The registration protocol to a UDDI registry does not foresee such a feature and
currently there are not implementations or extentions of the UDDI specification enabling
to include this additional information.
To change the UDDI Inquiry API would negatively effect interoperability of clients
interacting with the registry, hence the proposed solution tackle this issue by adopting the
WS-Addressing specification.
As a consequence to the immature nature of some of the Web service technologies and
their implementations, the development activity required a strong interaction with the
developers of such technologies. Furthermore Audition contributes to realise the PLASTIC
vision of testingWeb services, hence it takes place in a complex infrastructure characterized
by strong interactions with other tools developed within the project.
This work required a deep investigation of the difficulties behind the Web service testing
activity and in particular it involved to analyse the Audition framework with the objective
to find out and to develop its requirements. The development of this thesis demanded the
ability, starting from a conceptual framework, to distinguish its features and to find out
the best way to use standard specifications in a way they can be extended to address
testing needs.
In addition, all stages of the development required a deep knowledge of Web service
technologies and how to integrate them to best fit a particular purpose.
Future work concerning the Audition framework could regard technological and concep-
tual aspects.
From the technological point of view the framework could benefit from the adoption of
two main improvements: Java API for XML Registries (JAXR) and UDDI Version 3.
The former is related to the performance of the Proxy: adopting the JAXR library [50]
instead of UDDI4J will allow the Proxy to talk directly to the UDDI registry framework
eliminating the UDDI4J library.
96
The latter regards UDDI: the framework could benefit from the adoption of UDDI
Version 3 [3] that, at the time of this writing, is the last released version. In particular
the new policy enables UDDI to be employed in a variety of different contexts. Policies
within UDDI are statements of required and expected behaviour. Some UDDI aspects
that have been identified as policy decisions include the following: authorization models,
data custody and confidentiality, key generation, value set validation, subscription, user
publication limits and audit policy. These policies should be documented using the Policy
XML Schema.
Regarding the audit policy, a registry may specify a policy for the recording of informa-
tion to maintain an account of the activity that has been processed. The audit policy will
state what actions are audited and under what conditions. Furthermore it will indicate
who has access to the audit trail and the critical information that needs to be recorded [4],
[3]. The Audition framework could adopt the audit policy to increase the client knowledge
of what happens when a registration takes place.
On the other hand an important improvement to the Audition approach comes from the
observation that PLASTIC applications consist of a set of dynamically interacting Web
services following specific coordination protocols.
Furthermore the Audition framework describes a stepwise process of which most steps
are composed and requires to invoke one or more of the WS-GUARD web methods. WS-
GUARD interacts with the AMBITION Web service. Both of them are Web services
described by WSDL documents. As a consequence Audition itself could be described by
a coordination protocol, started and executed by the UDDI registry.
To fully describe and understand the service that is realised by integrating services it
is not sufficient to have WSDL documents of the individual services taking part in the
interaction. Indeed it is needed a protocol specifying the legal sequences of methods that
are executed by the integrated services. Such a protocol is called coordination protocol.
By doing so becomes easier to intgrate the interactions between individual service
providers and the Audition enabled UDDI registry, eager to provides trustable services.
The Audition approach adoption in the Web service community could be encouraged
by the definition of a coordination protocol to control the overall testing activity that,
after the introduction of WS-GUARD and AMBITION Web services, becomes complex
to manage.
In relation to the adoption of the Audition approach within the PLASTIC project and
thus in pervasive computing environments, several issues need to be addressed.
In particular, Audition assumptions i-iii could be a weak point in pervasive environ-
ments because of the heterogeneity of the discovery protocols available in this kind of
domain. In fact most of the discovery protocols adopted in such environments do not
foresee a directory service where services must register before becoming publicly available
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at runtime and services do not undertake a true registration process. Generally, the ca-
pability of testing a software artefact is strongly influenced by the information available
[18] and currently we are not aware of a general format to describe services available in
protocols interacting in pervasive environments.
If the PLASTIC consortium will decide to adopt a middleware allowing different pro-
tocols to interoperate, Audition could be adapted to be part of such a middleware and it
will take place for all of the discovery protocols.
For the moment Audition is a specific Web service testing framework but it could
certainly be extended to tackle different protocols.
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Appendix A
UDDI Version 2 WSDL Service
Interface Descriptions
The WSDL service interface description for a UDDI registry is defined in two WSDL
documents. One document contains the UDDI inquiry interface description [7], and the
other document contains the UDDI publish interface description [8]. Both of these service
interface descriptions are based the UDDI V2 specification.
A.1 UDDI Inquire API
<definitions xmlns="http://schemas.xmlsoap.org/wsdl/" xmlns:tns="urn:uddi-org:inquiry_v2"
xmlns:soap="http://schemas.xmlsoap.org/wsdl/soap/" xmlns:uddi="urn:uddi-org:api_v2"
targetNamespace="urn:uddi-org:inquiry_v2" name="UDDI_Inquiry_API_V2">
<documentation>
Copyright (c) 2000 - 2002 by Accenture, Ariba, Inc., Commerce One, Inc.
Fujitsu Limited, Hewlett-Packard Company, i2 Technologies, Inc.,
Intel Corporation, International Business Machines Corporation,
Microsoft Corporation, Oracle Corporation, SAP AG, Sun Microsystems, Inc.,
and VeriSign, Inc. All Rights Reserved.
WSDL Service Interface for UDDI Inquiry API V2.0
This WSDL document defines the inquiry API calls for interacting with
the UDDI registry. The complete UDDI API specification is available
at http://www.uddi.org/specification.html.
</documentation>
<types>
<xsd:schema targetNamespace="urn:uddi-org:inquiry_v2"
xmlns:xsd="http://www.w3.org/2001/XMLSchema">
<xsd:import namespace="urn:uddi-org:api_v2"
schemaLocation="http://www.uddi.org/schema/uddi_v2.xsd"/>
</xsd:schema>
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</types>
<message name="bindingDetail">
<part name="body" element="uddi:bindingDetail"/>
</message>
<message name="businessDetail">
<part name="body" element="uddi:businessDetail"/>
</message>
<message name="businessDetailExt">
<part name="body" element="uddi:businessDetailExt"/>
</message>
<message name="businessList">
<part name="body" element="uddi:businessList"/>
</message>
<message name="dispositionReport">
<part name="body" element="uddi:dispositionReport"/>
</message>
<message name="find_binding">
<part name="body" element="uddi:find_binding"/>
</message>
<message name="find_business">
<part name="body" element="uddi:find_business"/>
</message>
<message name="find_relatedBusinesses">
<part name="body" element="uddi:find_relatedBusinesses"/>
</message>
<message name="find_service">
<part name="body" element="uddi:find_service"/>
</message>
<message name="find_tModel">
<part name="body" element="uddi:find_tModel"/>
</message>
<message name="get_bindingDetail">
<part name="body" element="uddi:get_bindingDetail"/>
</message>
<message name="get_businessDetail">
<part name="body" element="uddi:get_businessDetail"/>
</message>
<message name="get_businessDetailExt">
<part name="body" element="uddi:get_businessDetailExt"/>
</message>
<message name="get_serviceDetail">
<part name="body" element="uddi:get_serviceDetail"/>
</message>
<message name="get_tModelDetail">
<part name="body" element="uddi:get_tModelDetail"/>
</message>
<message name="relatedBusinessesList">
<part name="body" element="uddi:relatedBusinessesList"/>
</message>
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<message name="serviceDetail">
<part name="body" element="uddi:serviceDetail"/>
</message>
<message name="serviceList">
<part name="body" element="uddi:serviceList"/>
</message>
<message name="tModelDetail">
<part name="body" element="uddi:tModelDetail"/>
</message>
<message name="tModelList">
<part name="body" element="uddi:tModelList"/>
</message>
<portType name="Inquire">
<documentation>
This portType defines all of the UDDI inquiry operations.
</documentation>
<operation name="find_binding">
<input message="tns:find_binding"/>
<output message="tns:bindingDetail"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="find_business">
<input message="tns:find_business"/>
<output message="tns:businessList"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="find_relatedBusinesses">
<input message="tns:find_relatedBusinesses"/>
<output message="tns:relatedBusinessesList"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="find_service">
<input message="tns:find_service"/>
<output message="tns:serviceList"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="find_tModel">
<input message="tns:find_tModel"/>
<output message="tns:tModelList"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="get_bindingDetail">
<input message="tns:get_bindingDetail"/>
<output message="tns:bindingDetail"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="get_businessDetail">
<input message="tns:get_businessDetail"/>
<output message="tns:businessDetail"/>
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<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="get_businessDetailExt">
<input message="tns:get_businessDetailExt"/>
<output message="tns:businessDetailExt"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="get_serviceDetail">
<input message="tns:get_serviceDetail"/>
<output message="tns:serviceDetail"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="get_tModelDetail">
<input message="tns:get_tModelDetail"/>
<output message="tns:tModelDetail"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
</portType>
<binding name="InquireSoap" type="tns:Inquire">
<soap:binding style="document" transport="http://schemas.xmlsoap.org/soap/http"/>
<documentation>
This is the SOAP binding for the UDDI inquiry operations.
</documentation>
<operation name="find_binding">
<soap:operation soapAction="find_binding" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="find_business">
<soap:operation soapAction="find_business" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="find_relatedBusinesses">
<soap:operation soapAction="find_relatedBusinesses" style="document"/>
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<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="find_service">
<soap:operation soapAction="find_service" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="find_tModel">
<soap:operation soapAction="find_tModel" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="get_bindingDetail">
<soap:operation soapAction="get_bindingDetail" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="get_businessDetail">
<soap:operation soapAction="get_businessDetail" style="document"/>
<input>
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<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="get_businessDetailExt">
<soap:operation soapAction="get_businessDetailExt" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="get_serviceDetail">
<soap:operation soapAction="get_serviceDetail" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="get_tModelDetail">
<soap:operation soapAction="get_tModelDetail" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
</binding>
</definitions>
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A.2 UDDI Publish API
<definitions xmlns="http://schemas.xmlsoap.org/wsdl/" xmlns:tns="urn:uddi-org:publication_v2"
xmlns:soap="http://schemas.xmlsoap.org/wsdl/soap/" xmlns:uddi="urn:uddi-org:api_v2"
targetNamespace="urn:uddi-org:publication_v2" name="UDDI_Publication_API_V2">
<documentation>
Copyright (c) 2000 - 2002 by Accenture, Ariba, Inc., Commerce One, Inc.
Fujitsu Limited, Hewlett-Packard Company, i2 Technologies, Inc.,
Intel Corporation, International Business Machines Corporation,
Microsoft Corporation, Oracle Corporation, SAP AG, Sun Microsystems, Inc.,
and VeriSign, Inc. All Rights Reserved.
WSDL Service Interface for UDDI Publication API V2.0
This WSDL document defines the publication API calls for interacting with
the UDDI registry. The complete UDDI API specification is available
at http://www.uddi.org/specification.html.
</documentation>
<types>
<xsd:schema targetNamespace="urn:uddi-org:publication_v2"
xmlns:xsd="http://www.w3.org/2001/XMLSchema">
<xsd:import namespace="urn:uddi-org:api_v2"
schemaLocation="http://www.uddi.org/schema/uddi_v2.xsd"/>
</xsd:schema>
</types>
<message name="add_publisherAssertions">
<part name="body" element="uddi:add_publisherAssertions"/>
</message>
<message name="assertionStatusReport">
<part name="body" element="uddi:assertionStatusReport"/>
</message>
<message name="authToken">
<part name="body" element="uddi:authToken"/>
</message>
<message name="bindingDetail">
<part name="body" element="uddi:bindingDetail"/>
</message>
<message name="businessDetail">
<part name="body" element="uddi:businessDetail"/>
</message>
<message name="delete_binding">
<part name="body" element="uddi:delete_binding"/>
</message>
<message name="delete_business">
<part name="body" element="uddi:delete_business"/>
</message>
<message name="delete_publisherAssertions">
<part name="body" element="uddi:delete_publisherAssertions"/>
</message>
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<message name="delete_service">
<part name="body" element="uddi:delete_service"/>
</message>
<message name="delete_tModel">
<part name="body" element="uddi:delete_tModel"/>
</message>
<message name="discard_authToken">
<part name="body" element="uddi:discard_authToken"/>
</message>
<message name="dispositionReport">
<part name="body" element="uddi:dispositionReport"/>
</message>
<message name="get_assertionStatusReport">
<part name="body" element="uddi:get_assertionStatusReport"/>
</message>
<message name="get_authToken">
<part name="body" element="uddi:get_authToken"/>
</message>
<message name="get_publisherAssertions">
<part name="body" element="uddi:get_publisherAssertions"/>
</message>
<message name="get_registeredInfo">
<part name="body" element="uddi:get_registeredInfo"/>
</message>
<message name="publisherAssertions">
<part name="body" element="uddi:publisherAssertions"/>
</message>
<message name="registeredInfo">
<part name="body" element="uddi:registeredInfo"/>
</message>
<message name="save_binding">
<part name="body" element="uddi:save_binding"/>
</message>
<message name="save_business">
<part name="body" element="uddi:save_business"/>
</message>
<message name="save_service">
<part name="body" element="uddi:save_service"/>
</message>
<message name="save_tModel">
<part name="body" element="uddi:save_tModel"/>
</message>
<message name="serviceDetail">
<part name="body" element="uddi:serviceDetail"/>
</message>
<message name="set_publisherAssertions">
<part name="body" element="uddi:set_publisherAssertions"/>
</message>
<message name="tModelDetail">
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<part name="body" element="uddi:tModelDetail"/>
</message>
<portType name="Publish">
<documentation>
This portType defines all of the UDDI publish operations.
</documentation>
<operation name="add_publisherAssertions">
<input message="tns:add_publisherAssertions"/>
<output message="tns:dispositionReport"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="delete_binding">
<input message="tns:delete_binding"/>
<output message="tns:dispositionReport"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="delete_business">
<input message="tns:delete_business"/>
<output message="tns:dispositionReport"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="delete_publisherAssertions">
<input message="tns:delete_publisherAssertions"/>
<output message="tns:dispositionReport"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="delete_service">
<input message="tns:delete_service"/>
<output message="tns:dispositionReport"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="delete_tModel">
<input message="tns:delete_tModel"/>
<output message="tns:dispositionReport"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="discard_authToken">
<input message="tns:discard_authToken"/>
<output message="tns:dispositionReport"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="get_assertionStatusReport">
<input message="tns:get_assertionStatusReport"/>
<output message="tns:assertionStatusReport"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="get_authToken">
<input message="tns:get_authToken"/>
<output message="tns:authToken"/>
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<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="get_publisherAssertions">
<input message="tns:get_publisherAssertions"/>
<output message="tns:publisherAssertions"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="get_registeredInfo">
<input message="tns:get_registeredInfo"/>
<output message="tns:registeredInfo"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="save_binding">
<input message="tns:save_binding"/>
<output message="tns:bindingDetail"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="save_business">
<input message="tns:save_business"/>
<output message="tns:businessDetail"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="save_service">
<input message="tns:save_service"/>
<output message="tns:serviceDetail"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="save_tModel">
<input message="tns:save_tModel"/>
<output message="tns:tModelDetail"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
<operation name="set_publisherAssertions">
<input message="tns:set_publisherAssertions"/>
<output message="tns:publisherAssertions"/>
<fault name="error" message="tns:dispositionReport"/>
</operation>
</portType>
<binding name="PublishSoap" type="tns:Publish">
<soap:binding style="document" transport="http://schemas.xmlsoap.org/soap/http"/>
<documentation>
This is the SOAP binding for the UDDI publish operations.
</documentation>
<operation name="add_publisherAssertions">
<soap:operation soapAction="add_publisherAssertions" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
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<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="delete_binding">
<soap:operation soapAction="delete_binding" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="delete_business">
<soap:operation soapAction="delete_business" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="delete_publisherAssertions">
<soap:operation soapAction="delete_publisherAssertions" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="delete_service">
<soap:operation soapAction="delete_service" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
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</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="delete_tModel">
<soap:operation soapAction="delete_tModel" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="discard_authToken">
<soap:operation soapAction="discard_authToken" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="get_assertionStatusReport">
<soap:operation soapAction="get_assertionStatusReport" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="get_authToken">
<soap:operation soapAction="get_authToken" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
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<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="get_publisherAssertions">
<soap:operation soapAction="get_publisherAssertions" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="get_registeredInfo">
<soap:operation soapAction="get_registeredInfo" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="save_binding">
<soap:operation soapAction="save_binding" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="save_business">
<soap:operation soapAction="save_business" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
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<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="save_service">
<soap:operation soapAction="save_service" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="save_tModel">
<soap:operation soapAction="save_tModel" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
<operation name="set_publisherAssertions">
<soap:operation soapAction="set_publisherAssertions" style="document"/>
<input>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</input>
<output>
<soap:body parts="body" use="literal" namespace="urn:uddi-org:api_v2"/>
</output>
<fault name="error">
<soap:fault name="error" use="literal"/>
</fault>
</operation>
</binding>
</definitions>
A.3 UDDI XML Schema
UDDI Version 2 XML Schema [9]is imported by the WSDL documents above.
<?xml version="1.0" encoding="UTF-8"?>
<xsd:schema targetNamespace="urn:uddi-org:api_v2"
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xmlns="http://www.w3.org/2001/XMLSchema"
xmlns:uddi="urn:uddi-org:api_v2"
xmlns:xsd="http://www.w3.org/2001/XMLSchema"
elementFormDefault="qualified"
attributeFormDefault="unqualified" version="2.03" id="uddi">
<!--
Copyright (c) 2000 - 2002 by Accenture, Ariba, Inc., Commerce One, Inc.
Fujitsu Limited, Hewlett-Packard Company, i2 Technologies, Inc.,
Intel Corporation, International Business Machines Corporation,
Microsoft Corporation, Oracle Corporation, SAP AG, Sun Microsystems, Inc.,
and VeriSign, Inc. All Rights Reserved.
Copyright (c) OASIS Open 2002. All Rights Reserved.
-->
<xsd:import namespace="http://www.w3.org/XML/1998/namespace"
schemaLocation="http://www.w3.org/2001/xml.xsd"/>
<!-- Attribute type definitions -->
<xsd:simpleType name="bindingKey">
<xsd:restriction base="string"/>
</xsd:simpleType>
<xsd:simpleType name="businessKey">
<xsd:restriction base="string"/>
</xsd:simpleType>
<xsd:simpleType name="serviceKey">
<xsd:restriction base="string"/>
</xsd:simpleType>
<xsd:simpleType name="tModelKey">
<xsd:restriction base="string"/>
</xsd:simpleType>
<xsd:simpleType name="direction">
<xsd:restriction base="NMTOKEN">
<xsd:enumeration value="fromKey"/>
<xsd:enumeration value="toKey"/>
</xsd:restriction>
</xsd:simpleType>
<xsd:simpleType name="truncated">
<xsd:restriction base="NMTOKEN">
<xsd:enumeration value="true"/>
<xsd:enumeration value="false"/>
</xsd:restriction>
</xsd:simpleType>
<xsd:simpleType name="URLType">
<xsd:restriction base="NMTOKEN">
<xsd:enumeration value="mailto"/>
<xsd:enumeration value="http"/>
<xsd:enumeration value="https"/>
<xsd:enumeration value="ftp"/>
<xsd:enumeration value="fax"/>
<xsd:enumeration value="phone"/>
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<xsd:enumeration value="other"/>
</xsd:restriction>
</xsd:simpleType>
<xsd:simpleType name="keyType">
<xsd:restriction base="NMTOKEN">
<xsd:enumeration value="businessKey"/>
<xsd:enumeration value="tModelKey"/>
<xsd:enumeration value="serviceKey"/>
<xsd:enumeration value="bindingKey"/>
</xsd:restriction>
</xsd:simpleType>
<!-- Type and element definitions for registry content -->
<xsd:element name="accessPoint" type="uddi:accessPoint"/>
<xsd:complexType name="accessPoint">
<xsd:simpleContent>
<xsd:extension base="string">
<xsd:attribute name="URLType" type="uddi:URLType" use="required"/>
</xsd:extension>
</xsd:simpleContent>
</xsd:complexType>
<xsd:element name="address" type="uddi:address"/>
<xsd:complexType name="address">
<xsd:sequence>
<xsd:element ref="uddi:addressLine" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="useType" type="string" use="optional"/>
<xsd:attribute name="sortCode" type="string" use="optional"/>
<xsd:attribute name="tModelKey" type="uddi:tModelKey" use="optional"/>
</xsd:complexType>
<xsd:element name="addressLine" type="uddi:addressLine"/>
<xsd:complexType name="addressLine">
<xsd:simpleContent>
<xsd:extension base="string">
<xsd:attribute name="keyName" type="string" use="optional"/>
<xsd:attribute name="keyValue" type="string" use="optional"/>
</xsd:extension>
</xsd:simpleContent>
</xsd:complexType>
<xsd:element name="assertionStatusItem" type="uddi:assertionStatusItem"/>
<xsd:complexType name="assertionStatusItem">
<xsd:sequence>
<xsd:element ref="uddi:fromKey"/>
<xsd:element ref="uddi:toKey"/>
<xsd:element ref="uddi:keyedReference"/>
<xsd:element ref="uddi:keysOwned"/>
</xsd:sequence>
<xsd:attribute name="completionStatus" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="authInfo" type="string"/>
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<xsd:element name="bindingKey" type="uddi:bindingKey"/>
<xsd:element name="bindingTemplate" type="uddi:bindingTemplate"/>
<xsd:complexType name="bindingTemplate">
<xsd:sequence>
<xsd:element ref="uddi:description" minOccurs="0" maxOccurs="unbounded"/>
<xsd:choice>
<xsd:element ref="uddi:accessPoint"/>
<xsd:element ref="uddi:hostingRedirector"/>
</xsd:choice>
<xsd:element ref="uddi:tModelInstanceDetails"/>
</xsd:sequence>
<xsd:attribute name="serviceKey" type="uddi:serviceKey" use="optional"/>
<xsd:attribute name="bindingKey" type="uddi:bindingKey" use="required"/>
</xsd:complexType>
<xsd:element name="bindingTemplates" type="uddi:bindingTemplates"/>
<xsd:complexType name="bindingTemplates">
<xsd:sequence>
<xsd:element ref="uddi:bindingTemplate" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
</xsd:complexType>
<xsd:element name="businessEntity" type="uddi:businessEntity"/>
<xsd:complexType name="businessEntity">
<xsd:sequence>
<xsd:element ref="uddi:discoveryURLs" minOccurs="0"/>
<xsd:element ref="uddi:name" maxOccurs="unbounded"/>
<xsd:element ref="uddi:description" minOccurs="0" maxOccurs="unbounded"/>
<xsd:element ref="uddi:contacts" minOccurs="0"/>
<xsd:element ref="uddi:businessServices" minOccurs="0"/>
<xsd:element ref="uddi:identifierBag" minOccurs="0"/>
<xsd:element ref="uddi:categoryBag" minOccurs="0"/>
</xsd:sequence>
<xsd:attribute name="businessKey" type="uddi:businessKey" use="required"/>
<xsd:attribute name="operator" type="string" use="optional"/>
<xsd:attribute name="authorizedName" type="string" use="optional"/>
</xsd:complexType>
<xsd:element name="businessEntityExt" type="uddi:businessEntityExt"/>
<xsd:complexType name="businessEntityExt">
<xsd:sequence>
<xsd:element ref="uddi:businessEntity"/>
<xsd:any namespace="##other" processContents="strict" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
</xsd:complexType>
<xsd:element name="businessInfo" type="uddi:businessInfo"/>
<xsd:complexType name="businessInfo">
<xsd:sequence>
<xsd:element ref="uddi:name" maxOccurs="unbounded"/>
<xsd:element ref="uddi:description" minOccurs="0" maxOccurs="unbounded"/>
<xsd:element ref="uddi:serviceInfos"/>
</xsd:sequence>
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<xsd:attribute name="businessKey" type="uddi:businessKey" use="required"/>
</xsd:complexType>
<xsd:element name="businessInfos" type="uddi:businessInfos"/>
<xsd:complexType name="businessInfos">
<xsd:sequence>
<xsd:element ref="uddi:businessInfo" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
</xsd:complexType>
<xsd:element name="businessKey" type="uddi:businessKey"/>
<xsd:element name="businessService" type="uddi:businessService"/>
<xsd:complexType name="businessService">
<xsd:sequence>
<xsd:element ref="uddi:name" minOccurs="0" maxOccurs="unbounded"/>
<xsd:element ref="uddi:description" minOccurs="0" maxOccurs="unbounded"/>
<xsd:element ref="uddi:bindingTemplates" minOccurs="0"/>
<xsd:element ref="uddi:categoryBag" minOccurs="0"/>
</xsd:sequence>
<xsd:attribute name="serviceKey" type="uddi:serviceKey" use="required"/>
<xsd:attribute name="businessKey" type="uddi:businessKey" use="optional"/>
</xsd:complexType>
<xsd:element name="businessServices" type="uddi:businessServices"/>
<xsd:complexType name="businessServices">
<xsd:sequence>
<xsd:element ref="uddi:businessService" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
</xsd:complexType>
<xsd:element name="categoryBag" type="uddi:categoryBag"/>
<xsd:complexType name="categoryBag">
<xsd:sequence>
<xsd:element ref="uddi:keyedReference" maxOccurs="unbounded"/>
</xsd:sequence>
</xsd:complexType>
<xsd:element name="completionStatus" type="string"/>
<xsd:element name="contact" type="uddi:contact"/>
<xsd:complexType name="contact">
<xsd:sequence>
<xsd:element ref="uddi:description" minOccurs="0" maxOccurs="unbounded"/>
<xsd:element ref="uddi:personName"/>
<xsd:element ref="uddi:phone" minOccurs="0" maxOccurs="unbounded"/>
<xsd:element ref="uddi:email" minOccurs="0" maxOccurs="unbounded"/>
<xsd:element ref="uddi:address" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="useType" type="string" use="optional"/>
</xsd:complexType>
<xsd:element name="contacts" type="uddi:contacts"/>
<xsd:complexType name="contacts">
<xsd:sequence>
<xsd:element ref="uddi:contact" maxOccurs="unbounded"/>
</xsd:sequence>
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</xsd:complexType>
<xsd:element name="description" type="uddi:description"/>
<xsd:complexType name="description">
<xsd:simpleContent>
<xsd:extension base="string">
<xsd:attribute ref="xml:lang"/>
</xsd:extension>
</xsd:simpleContent>
</xsd:complexType>
<xsd:element name="discoveryURL" type="uddi:discoveryURL"/>
<xsd:complexType name="discoveryURL">
<xsd:simpleContent>
<xsd:extension base="string">
<xsd:attribute name="useType" type="string" use="required"/>
</xsd:extension>
</xsd:simpleContent>
</xsd:complexType>
<xsd:element name="discoveryURLs" type="uddi:discoveryURLs"/>
<xsd:complexType name="discoveryURLs">
<xsd:sequence>
<xsd:element ref="uddi:discoveryURL" maxOccurs="unbounded"/>
</xsd:sequence>
</xsd:complexType>
<xsd:element name="dispositionReport" type="uddi:dispositionReport"/>
<xsd:complexType name="dispositionReport">
<xsd:sequence>
<xsd:element ref="uddi:result" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="operator" type="string" use="required"/>
<xsd:attribute name="truncated" type="uddi:truncated" use="optional"/>
</xsd:complexType>
<xsd:element name="email" type="uddi:email"/>
<xsd:complexType name="email">
<xsd:simpleContent>
<xsd:extension base="string">
<xsd:attribute name="useType" type="string" use="optional"/>
</xsd:extension>
</xsd:simpleContent>
</xsd:complexType>
<xsd:element name="errInfo" type="uddi:errInfo"/>
<xsd:complexType name="errInfo">
<xsd:simpleContent>
<xsd:extension base="string">
<xsd:attribute name="errCode" type="string" use="required"/>
</xsd:extension>
</xsd:simpleContent>
</xsd:complexType>
<xsd:element name="findQualifier" type="string"/>
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<xsd:element name="findQualifiers" type="uddi:findQualifiers"/>
<xsd:complexType name="findQualifiers">
<xsd:sequence>
<xsd:element ref="uddi:findQualifier" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
</xsd:complexType>
<xsd:element name="fromKey" type="uddi:businessKey"/>
<xsd:element name="hostingRedirector" type="uddi:hostingRedirector"/>
<xsd:complexType name="hostingRedirector">
<xsd:attribute name="bindingKey" type="uddi:bindingKey" use="required"/>
</xsd:complexType>
<xsd:element name="identifierBag" type="uddi:identifierBag"/>
<xsd:complexType name="identifierBag">
<xsd:sequence>
<xsd:element ref="uddi:keyedReference" maxOccurs="unbounded"/>
</xsd:sequence>
</xsd:complexType>
<xsd:element name="instanceDetails" type="uddi:instanceDetails"/>
<xsd:complexType name="instanceDetails">
<xsd:sequence>
<xsd:element ref="uddi:description" minOccurs="0" maxOccurs="unbounded"/>
<xsd:element ref="uddi:overviewDoc" minOccurs="0"/>
<xsd:element ref="uddi:instanceParms" minOccurs="0"/>
</xsd:sequence>
</xsd:complexType>
<xsd:element name="instanceParms" type="string"/>
<xsd:element name="keyedReference" type="uddi:keyedReference"/>
<xsd:complexType name="keyedReference">
<xsd:attribute name="tModelKey" type="uddi:tModelKey" use="optional"/>
<xsd:attribute name="keyName" type="string" use="optional"/>
<xsd:attribute name="keyValue" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="keysOwned" type="uddi:keysOwned"/>
<xsd:complexType name="keysOwned">
<xsd:sequence>
<xsd:element ref="uddi:fromKey" minOccurs="0"/>
<xsd:element ref="uddi:toKey" minOccurs="0"/>
</xsd:sequence>
</xsd:complexType>
<xsd:element name="name" type="uddi:name"/>
<xsd:complexType name="name">
<xsd:simpleContent>
<xsd:extension base="string">
<xsd:attribute ref="xml:lang" use="optional"/>
</xsd:extension>
</xsd:simpleContent>
</xsd:complexType>
<xsd:element name="overviewDoc" type="uddi:overviewDoc"/>
<xsd:complexType name="overviewDoc">
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<xsd:sequence>
<xsd:element ref="uddi:description" minOccurs="0" maxOccurs="unbounded"/>
<xsd:element ref="uddi:overviewURL" minOccurs="0"/>
</xsd:sequence>
</xsd:complexType>
<xsd:element name="overviewURL" type="string"/>
<xsd:element name="personName" type="string"/>
<xsd:element name="phone" type="uddi:phone"/>
<xsd:complexType name="phone">
<xsd:simpleContent>
<xsd:extension base="string">
<xsd:attribute name="useType" type="string" use="optional"/>
</xsd:extension>
</xsd:simpleContent>
</xsd:complexType>
<xsd:element name="publisherAssertion" type="uddi:publisherAssertion"/>
<xsd:complexType name="publisherAssertion">
<xsd:sequence>
<xsd:element ref="uddi:fromKey"/>
<xsd:element ref="uddi:toKey"/>
<xsd:element ref="uddi:keyedReference"/>
</xsd:sequence>
</xsd:complexType>
<xsd:element name="relatedBusinessInfo" type="uddi:relatedBusinessInfo"/>
<xsd:complexType name="relatedBusinessInfo">
<xsd:sequence>
<xsd:element ref="uddi:businessKey"/>
<xsd:element ref="uddi:name" maxOccurs="unbounded"/>
<xsd:element ref="uddi:description" minOccurs="0" maxOccurs="unbounded"/>
<xsd:element ref="uddi:sharedRelationships" maxOccurs="2"/>
</xsd:sequence>
</xsd:complexType>
<xsd:element name="relatedBusinessInfos" type="uddi:relatedBusinessInfos"/>
<xsd:complexType name="relatedBusinessInfos">
<xsd:sequence>
<xsd:element ref="uddi:relatedBusinessInfo" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
</xsd:complexType>
<xsd:element name="result" type="uddi:result"/>
<xsd:complexType name="result">
<xsd:sequence>
<xsd:element ref="uddi:errInfo" minOccurs="0"/>
</xsd:sequence>
<xsd:attribute name="keyType" type="uddi:keyType" use="optional"/>
<xsd:attribute name="errno" type="int" use="required"/>
</xsd:complexType>
<xsd:element name="serviceInfo" type="uddi:serviceInfo"/>
<xsd:complexType name="serviceInfo">
<xsd:sequence>
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<xsd:element ref="uddi:name" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="serviceKey" type="uddi:serviceKey" use="required"/>
<xsd:attribute name="businessKey" type="uddi:businessKey" use="required"/>
</xsd:complexType>
<xsd:element name="serviceInfos" type="uddi:serviceInfos"/>
<xsd:complexType name="serviceInfos">
<xsd:sequence>
<xsd:element ref="uddi:serviceInfo" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
</xsd:complexType>
<xsd:element name="serviceKey" type="uddi:serviceKey"/>
<xsd:element name="sharedRelationships" type="uddi:sharedRelationships"/>
<xsd:complexType name="sharedRelationships">
<xsd:sequence>
<xsd:element ref="uddi:keyedReference" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="direction" type="uddi:direction" use="required"/>
</xsd:complexType>
<xsd:element name="tModel" type="uddi:tModel"/>
<xsd:complexType name="tModel">
<xsd:sequence>
<xsd:element ref="uddi:name"/>
<xsd:element ref="uddi:description" minOccurs="0" maxOccurs="unbounded"/>
<xsd:element ref="uddi:overviewDoc" minOccurs="0"/>
<xsd:element ref="uddi:identifierBag" minOccurs="0"/>
<xsd:element ref="uddi:categoryBag" minOccurs="0"/>
</xsd:sequence>
<xsd:attribute name="tModelKey" type="uddi:tModelKey" use="required"/>
<xsd:attribute name="operator" type="string" use="optional"/>
<xsd:attribute name="authorizedName" type="string" use="optional"/>
</xsd:complexType>
<xsd:element name="tModelBag" type="uddi:tModelBag"/>
<xsd:complexType name="tModelBag">
<xsd:sequence>
<xsd:element ref="uddi:tModelKey" maxOccurs="unbounded"/>
</xsd:sequence>
</xsd:complexType>
<xsd:element name="tModelInfo" type="uddi:tModelInfo"/>
<xsd:complexType name="tModelInfo">
<xsd:sequence>
<xsd:element ref="uddi:name"/>
</xsd:sequence>
<xsd:attribute name="tModelKey" type="uddi:tModelKey" use="required"/>
</xsd:complexType>
<xsd:element name="tModelInfos" type="uddi:tModelInfos"/>
<xsd:complexType name="tModelInfos">
<xsd:sequence>
<xsd:element ref="uddi:tModelInfo" minOccurs="0" maxOccurs="unbounded"/>
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</xsd:sequence>
</xsd:complexType>
<xsd:element name="tModelInstanceDetails" type="uddi:tModelInstanceDetails"/>
<xsd:complexType name="tModelInstanceDetails">
<xsd:sequence>
<xsd:element ref="uddi:tModelInstanceInfo" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
</xsd:complexType>
<xsd:element name="tModelInstanceInfo" type="uddi:tModelInstanceInfo"/>
<xsd:complexType name="tModelInstanceInfo">
<xsd:sequence>
<xsd:element ref="uddi:description" minOccurs="0" maxOccurs="unbounded"/>
<xsd:element ref="uddi:instanceDetails" minOccurs="0"/>
</xsd:sequence>
<xsd:attribute name="tModelKey" type="uddi:tModelKey" use="required"/>
</xsd:complexType>
<xsd:element name="tModelKey" type="uddi:tModelKey"/>
<xsd:element name="toKey" type="uddi:businessKey"/>
<xsd:element name="uploadRegister" type="string"/>
<!-- Type and element definitions for input messages -->
<xsd:element name="add_publisherAssertions" type="uddi:add_publisherAssertions"/>
<xsd:complexType name="add_publisherAssertions">
<xsd:sequence>
<xsd:element ref="uddi:authInfo"/>
<xsd:element ref="uddi:publisherAssertion" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="delete_binding" type="uddi:delete_binding"/>
<xsd:complexType name="delete_binding">
<xsd:sequence>
<xsd:element ref="uddi:authInfo"/>
<xsd:element ref="uddi:bindingKey" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="delete_business" type="uddi:delete_business"/>
<xsd:complexType name="delete_business">
<xsd:sequence>
<xsd:element ref="uddi:authInfo"/>
<xsd:element ref="uddi:businessKey" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="delete_publisherAssertions" type="uddi:delete_publisherAssertions"/>
<xsd:complexType name="delete_publisherAssertions">
<xsd:sequence>
<xsd:element ref="uddi:authInfo"/>
<xsd:element ref="uddi:publisherAssertion" maxOccurs="unbounded"/>
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</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="delete_service" type="uddi:delete_service"/>
<xsd:complexType name="delete_service">
<xsd:sequence>
<xsd:element ref="uddi:authInfo"/>
<xsd:element ref="uddi:serviceKey" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="delete_tModel" type="uddi:delete_tModel"/>
<xsd:complexType name="delete_tModel">
<xsd:sequence>
<xsd:element ref="uddi:authInfo"/>
<xsd:element ref="uddi:tModelKey" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="discard_authToken" type="uddi:discard_authToken"/>
<xsd:complexType name="discard_authToken">
<xsd:sequence>
<xsd:element ref="uddi:authInfo"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="find_binding" type="uddi:find_binding"/>
<xsd:complexType name="find_binding">
<xsd:sequence>
<xsd:element ref="uddi:findQualifiers" minOccurs="0"/>
<xsd:element ref="uddi:tModelBag"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="maxRows" type="int" use="optional"/>
<xsd:attribute name="serviceKey" type="uddi:serviceKey" use="required"/>
</xsd:complexType>
<xsd:element name="find_business" type="uddi:find_business"/>
<xsd:complexType name="find_business">
<xsd:sequence>
<xsd:element ref="uddi:findQualifiers" minOccurs="0"/>
<xsd:element ref="uddi:name" minOccurs="0" maxOccurs="unbounded"/>
<xsd:element ref="uddi:identifierBag" minOccurs="0"/>
<xsd:element ref="uddi:categoryBag" minOccurs="0"/>
<xsd:element ref="uddi:tModelBag" minOccurs="0"/>
<xsd:element ref="uddi:discoveryURLs" minOccurs="0"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="maxRows" type="int" use="optional"/>
</xsd:complexType>
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<xsd:element name="find_relatedBusinesses" type="uddi:find_relatedBusinesses"/>
<xsd:complexType name="find_relatedBusinesses">
<xsd:sequence>
<xsd:element ref="uddi:findQualifiers" minOccurs="0"/>
<xsd:element ref="uddi:businessKey"/>
<xsd:element ref="uddi:keyedReference" minOccurs="0"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="maxRows" type="int" use="optional"/>
</xsd:complexType>
<xsd:element name="find_service" type="uddi:find_service"/>
<xsd:complexType name="find_service">
<xsd:sequence>
<xsd:element ref="uddi:findQualifiers" minOccurs="0"/>
<xsd:element ref="uddi:name" minOccurs="0" maxOccurs="unbounded"/>
<xsd:element ref="uddi:categoryBag" minOccurs="0"/>
<xsd:element ref="uddi:tModelBag" minOccurs="0"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="maxRows" type="int" use="optional"/>
<xsd:attribute name="businessKey" type="uddi:businessKey" use="optional"/>
</xsd:complexType>
<xsd:element name="find_tModel" type="uddi:find_tModel"/>
<xsd:complexType name="find_tModel">
<xsd:sequence>
<xsd:element ref="uddi:findQualifiers" minOccurs="0"/>
<xsd:element ref="uddi:name" minOccurs="0"/>
<xsd:element ref="uddi:identifierBag" minOccurs="0"/>
<xsd:element ref="uddi:categoryBag" minOccurs="0"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="maxRows" type="int" use="optional"/>
</xsd:complexType>
<xsd:element name="get_assertionStatusReport" type="uddi:get_assertionStatusReport"/>
<xsd:complexType name="get_assertionStatusReport">
<xsd:sequence>
<xsd:element ref="uddi:authInfo"/>
<xsd:element ref="uddi:completionStatus" minOccurs="0"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="get_authToken" type="uddi:get_authToken"/>
<xsd:complexType name="get_authToken">
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="userID" type="string" use="required"/>
<xsd:attribute name="cred" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="get_bindingDetail" type="uddi:get_bindingDetail"/>
<xsd:complexType name="get_bindingDetail">
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<xsd:sequence>
<xsd:element ref="uddi:bindingKey" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="get_businessDetail" type="uddi:get_businessDetail"/>
<xsd:complexType name="get_businessDetail">
<xsd:sequence>
<xsd:element ref="uddi:businessKey" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="get_businessDetailExt" type="uddi:get_businessDetailExt"/>
<xsd:complexType name="get_businessDetailExt">
<xsd:sequence>
<xsd:element ref="uddi:businessKey" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="get_publisherAssertions" type="uddi:get_publisherAssertions"/>
<xsd:complexType name="get_publisherAssertions">
<xsd:sequence>
<xsd:element ref="uddi:authInfo"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="get_registeredInfo" type="uddi:get_registeredInfo"/>
<xsd:complexType name="get_registeredInfo">
<xsd:sequence>
<xsd:element ref="uddi:authInfo"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="get_serviceDetail" type="uddi:get_serviceDetail"/>
<xsd:complexType name="get_serviceDetail">
<xsd:sequence>
<xsd:element ref="uddi:serviceKey" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="get_tModelDetail" type="uddi:get_tModelDetail"/>
<xsd:complexType name="get_tModelDetail">
<xsd:sequence>
<xsd:element ref="uddi:tModelKey" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="save_binding" type="uddi:save_binding"/>
<xsd:complexType name="save_binding">
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<xsd:sequence>
<xsd:element ref="uddi:authInfo"/>
<xsd:element ref="uddi:bindingTemplate" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="save_business" type="uddi:save_business"/>
<xsd:complexType name="save_business">
<xsd:sequence>
<xsd:element ref="uddi:authInfo"/>
<xsd:element ref="uddi:businessEntity" minOccurs="0" maxOccurs="unbounded"/>
<xsd:element ref="uddi:uploadRegister" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="save_service" type="uddi:save_service"/>
<xsd:complexType name="save_service">
<xsd:sequence>
<xsd:element ref="uddi:authInfo"/>
<xsd:element ref="uddi:businessService" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="save_tModel" type="uddi:save_tModel"/>
<xsd:complexType name="save_tModel">
<xsd:sequence>
<xsd:element ref="uddi:authInfo"/>
<xsd:element ref="uddi:tModel" minOccurs="0" maxOccurs="unbounded"/>
<xsd:element ref="uddi:uploadRegister" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="set_publisherAssertions" type="uddi:set_publisherAssertions"/>
<xsd:complexType name="set_publisherAssertions">
<xsd:sequence>
<xsd:element ref="uddi:authInfo"/>
<xsd:element ref="uddi:publisherAssertion" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="validate_values" type="uddi:validate_values"/>
<xsd:complexType name="validate_values">
<xsd:choice>
<xsd:element ref="uddi:businessEntity" minOccurs="0" maxOccurs="unbounded"/>
<xsd:element ref="uddi:businessService" minOccurs="0" maxOccurs="unbounded"/>
<xsd:element ref="uddi:tModel" minOccurs="0" maxOccurs="unbounded"/>
</xsd:choice>
<xsd:attribute name="generic" type="string" use="required"/>
</xsd:complexType>
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<!-- Type and element definitions for response messages -->
<xsd:element name="assertionStatusReport" type="uddi:assertionStatusReport"/>
<xsd:complexType name="assertionStatusReport">
<xsd:sequence>
<xsd:element ref="uddi:assertionStatusItem" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="operator" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="authToken" type="uddi:authToken"/>
<xsd:complexType name="authToken">
<xsd:sequence>
<xsd:element ref="uddi:authInfo"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="operator" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="bindingDetail" type="uddi:bindingDetail"/>
<xsd:complexType name="bindingDetail">
<xsd:sequence>
<xsd:element ref="uddi:bindingTemplate" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="operator" type="string" use="required"/>
<xsd:attribute name="truncated" type="uddi:truncated" use="optional"/>
</xsd:complexType>
<xsd:element name="businessDetail" type="uddi:businessDetail"/>
<xsd:complexType name="businessDetail">
<xsd:sequence>
<xsd:element ref="uddi:businessEntity" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="operator" type="string" use="required"/>
<xsd:attribute name="truncated" type="uddi:truncated" use="optional"/>
</xsd:complexType>
<xsd:element name="businessDetailExt" type="uddi:businessDetailExt"/>
<xsd:complexType name="businessDetailExt">
<xsd:sequence>
<xsd:element ref="uddi:businessEntityExt" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="operator" type="string" use="required"/>
<xsd:attribute name="truncated" type="uddi:truncated" use="optional"/>
</xsd:complexType>
<xsd:element name="businessList" type="uddi:businessList"/>
<xsd:complexType name="businessList">
<xsd:sequence>
<xsd:element ref="uddi:businessInfos"/>
</xsd:sequence>
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<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="operator" type="string" use="required"/>
<xsd:attribute name="truncated" type="uddi:truncated" use="optional"/>
</xsd:complexType>
<xsd:element name="publisherAssertions" type="uddi:publisherAssertions"/>
<xsd:complexType name="publisherAssertions">
<xsd:sequence>
<xsd:element ref="uddi:publisherAssertion" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="operator" type="string" use="required"/>
<xsd:attribute name="authorizedName" type="string" use="required"/>
</xsd:complexType>
<xsd:element name="registeredInfo" type="uddi:registeredInfo"/>
<xsd:complexType name="registeredInfo">
<xsd:sequence>
<xsd:element ref="uddi:businessInfos"/>
<xsd:element ref="uddi:tModelInfos"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="operator" type="string" use="required"/>
<xsd:attribute name="truncated" type="uddi:truncated" use="optional"/>
</xsd:complexType>
<xsd:element name="relatedBusinessesList" type="uddi:relatedBusinessesList"/>
<xsd:complexType name="relatedBusinessesList">
<xsd:sequence>
<xsd:element ref="uddi:businessKey"/>
<xsd:element ref="uddi:relatedBusinessInfos"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="operator" type="string" use="required"/>
<xsd:attribute name="truncated" type="uddi:truncated" use="optional"/>
</xsd:complexType>
<xsd:element name="serviceDetail" type="uddi:serviceDetail"/>
<xsd:complexType name="serviceDetail">
<xsd:sequence>
<xsd:element ref="uddi:businessService" minOccurs="0" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="operator" type="string" use="required"/>
<xsd:attribute name="truncated" type="uddi:truncated" use="optional"/>
</xsd:complexType>
<xsd:element name="serviceList" type="uddi:serviceList"/>
<xsd:complexType name="serviceList">
<xsd:sequence>
<xsd:element ref="uddi:serviceInfos"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="operator" type="string" use="required"/>
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<xsd:attribute name="truncated" type="uddi:truncated" use="optional"/>
</xsd:complexType>
<xsd:element name="tModelDetail" type="uddi:tModelDetail"/>
<xsd:complexType name="tModelDetail">
<xsd:sequence>
<xsd:element ref="uddi:tModel" maxOccurs="unbounded"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="operator" type="string" use="required"/>
<xsd:attribute name="truncated" type="uddi:truncated" use="optional"/>
</xsd:complexType>
<xsd:element name="tModelList" type="uddi:tModelList"/>
<xsd:complexType name="tModelList">
<xsd:sequence>
<xsd:element ref="uddi:tModelInfos"/>
</xsd:sequence>
<xsd:attribute name="generic" type="string" use="required"/>
<xsd:attribute name="operator" type="string" use="required"/>
<xsd:attribute name="truncated" type="uddi:truncated" use="optional"/>
</xsd:complexType>
</xsd:schema>
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Appendix B
XML Schema for Service State
Machines
XML Schema for Singleport Service State Machines (SP-SSM) [19].
<?xml version="1.0" encoding="UTF-8"?>
<xsd:schema xmlns:xsd="http://www.w3.org/2001/XMLSchema"
targetNamespace="http://frantzen.info/testing/ssmsimulator/schema/"
xmlns:tns="http://frantzen.info/testing/ssmsimulator/schema/"
elementFormDefault="qualified">
<xsd:annotation>
<xsd:documentation xml:lang="en">
A schema for Singleport Symbolic State Machines (SP-SSM).
Version: 0.1
Copyright (C) 2007 Lars Frantzen
This program is free software; you can redistribute it and/or modify
it under the terms of the GNU General Public License as published by
the Free Software Foundation; either version 2 of the License, or
(at your option) any later version.
This program is distributed in the hope that it will be useful,
but WITHOUT ANY WARRANTY; without even the implied warranty of
MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE. See the
GNU General Public License for more details.
</xsd:documentation>
</xsd:annotation>
<xsd:element name="spssm" type="tns:SPssm"></xsd:element>
<xsd:complexType name="SPssm">
<xsd:sequence>
<xsd:element name="wsdlURI" type="xsd:anyURI"/>
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<xsd:element name="porttype" type="xsd:token"/>
<xsd:element name="states">
<xsd:complexType>
<xsd:sequence maxOccurs="unbounded">
<xsd:element name="state" type="xsd:token"/>
</xsd:sequence>
</xsd:complexType>
</xsd:element>
<xsd:element name="initialState" type="xsd:token"/>
<xsd:element name="variables">
<xsd:complexType>
<xsd:sequence maxOccurs="unbounded">
<xsd:element name="var" type="tns:Variable"/>
</xsd:sequence>
</xsd:complexType>
</xsd:element>
<xsd:element name="switches">
<xsd:complexType>
<xsd:sequence maxOccurs="unbounded">
<xsd:element name="switch" type="tns:Switch"/>
</xsd:sequence>
</xsd:complexType>
</xsd:element>
</xsd:sequence>
</xsd:complexType>
<xsd:complexType name="Variable">
<xsd:sequence>
<xsd:element name="name" type="xsd:token"/>
<xsd:element name="type" type="xsd:token"/>
</xsd:sequence>
</xsd:complexType>
<xsd:complexType name="Switch">
<xsd:sequence maxOccurs="1">
<xsd:element name="from" type="xsd:token"/>
<xsd:element name="operationName" type="xsd:token"/>
<xsd:element name="kind" type="tns:Kind"/>
<xsd:element name="restriction" type="xsd:string"/>
<xsd:element name="update" type="xsd:string"/>
<xsd:element name="to" type="xsd:token"/>
</xsd:sequence>
</xsd:complexType>
<xsd:simpleType name="Kind">
<xsd:restriction base="xsd:string">
<xsd:enumeration value="input"/>
<xsd:enumeration value="output"/>
<xsd:enumeration value="unobservable"/>
</xsd:restriction>
</xsd:simpleType>
</xsd:schema>
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