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Termes i definicions
TheraEDGE Nom  del  projecte  europeu  presentat  en  el  marc  del 
Seventh Framework Programme de la comissió europea 
en el qual el present PFC en forma part.
TheraTEST (Objecte  d'aquest  PFC).  Nom de  l'aplicació  que  és 
executada  dins  l'instrument  i  és  responsable  de  la 
reproducció del bioassaig i l'anàlisi d'imatge.
TheraPOC Aplicació  frontend  que  visualitza  l'usuari.  És 
desenvolupada  per  un  tercer  equip  de  treball  de 
TheraEDGE  i  es  comunica  amb  TheraTEST  amb 
missatges TCP-IP.
Partícules 
fotoreflexores /
fotoreflectants /
autofluorescents
Noms de les partícules que,  al  ser excitades amb una 
certa longitud d'ona, reflexen aquesta llum.

Capítol 1. Introducció
El projecte aquí presentat baix el títol Detecció de patògens respiratoris  
a partir de fotografies monocromàtiques  (el projecte a partir d'ara) és una petita 
part d'un projecte d'àmbit europeu en el qual hi participen 16 entitats tan públiques 
com privades anomenat TheraEDGE1
TheraEDGE (FP7-2007-ICT-216027)  és  un projecte  integrat  de quatre 
anys  finançat  pel  programa  “Seventh  Framework Programme” de  la  comissió 
europea2, un programa que promou i finança la investigació i el desenvolupament 
dins quasi qualsevol camp científic.
L’objectiu  global  de  tot  el  projecte  TheraEDGE  és  desenvolupar  un 
sistema ràpid,  eficaç,  econòmic  i  robust  que  acceleri  la  detecció  de  malalties 
respiratòries basant-se en un instrument de “sobretaula” que estarà present en la 
consulta del metge de capçalera i analitzarà in situ una mostra de mucositats del 
pacient, evitant així que aquest hagi d’acudir a l’hospital o especialista per obtenir 
un diagnòstic.
La  memòria  d’aquest  PFC  cobreix  la  part  de  desenvolupament  de 
1http://www.theraedge.org   
2 http://cordis.europa.eu/fetch?
CALLER=PROJ_ICT&ACTION=D&CAT=PROJ&RCN=85784
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l’aplicació  encarregada  de  controlar  els  perifèrics  de  l’instrument  per  tal  de 
realitzar tal anàlisi, així com realitzar un anàlisi numèric d'una fotografia de la 
mostra. Aquesta aplicació rep el nom de TheraTEST.
 1.1. Àmbit del projecte
El  projecte  global  TheraEDGE  és  un  projecte  multi  disciplinari  on 
convergeix  la  biologia  molecular,  la  mecànica  i  la  informàtica,  cadascuna 
responsable d'un dels tres blocs del projecte:
• un  nucli  LOC (Lab-On-a-Chip)  on  es  detecten  nuclis  d'ADN  de  certs 
patògens a partir de la reproducció d'un bioassaig
• una arquitectura física per realitzar l'anàlisi creant un instrument POCT 
(Point-of-care testing) pensada per estar dins la pròpia sala del metge i 
d'una mida reduïda.
• un  conjunt  d'aplicacions  per  gestionar,  administrar  i  ajudar  al  metge  a 
prendre decisions en vers els resultats obtinguts amb l'instrument físic.
Com es pot fer una idea el lector, tot el conjunt del projecte TheraEDGE 
és d'una envergadura enorme que ens és impossible explicar al complet, per temes 
de complexitat, desconeixement d'alguns camps i, sobretot, confidencialitat.
El  projecte  que  aquí  presentem  es  centrarà,  bàsicament,  en  el 
desenvolupament  de  l'aplicació  informàtica  encarregada  de  controlar  tots  els 
perifèrics que formen part de l'instrument físic per tal de realitzar el bioassaig dins 
el xip, la captura d'una imatge de la mostra, i l'anàlisi d'aquesta. No s'entrarà en 
detall  de com és  el  xip ni  quins  reactius  químics  conté  per  tal  de realitzar  el 
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bioassaig, però sí s'intentarà donar una visió general de en què consisteix.
 1.2. Objectius
Per assolir l'objectiu del projecte europeu TheraEDGE s'ha dissenyat un 
instrument físic que serà capaç de reproduir un bioassaig dissenyat per l'equip de 
biòlegs amb la missió de transformar la mostra del pacient en una mostra apte per 
ser fotografiada amb una càmera microscòpica monocromàtica. 
L'aplicació TheraTEST, objecte d'aquest projecte, tindrà com objectiu 
controlar tots els components de l'instrument per tal de reproduir el bioassaig, així 
com també serà l'encarregada de fer un anàlisi numèric de la fotografia capturada i 
donar un resultat quantificat dels patògens detectats per tal d'ajudar al metge a 
l'hora de fer el diagnòstic.
Apart, l’aplicació mantindrà una comunicació TCP-IP amb una aplicació 
encarregada d'interactuar  i  proporcionar  feedback  a  l'usuari.  Aquesta  aplicació, 
que no entrarem a detallar, rep el nom TheraPOC i és desenvolupada per altres 
equips de treball del projecte TheraEDGE.
 1.3. Anàlisi d'antecedents i factibilitat
El projecte TheraEDGE aposta per unificar en un sol dispositiu el que 
fins ara es feia en varis instruments i etapes. Avui en dia, el més comú per detectar 
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la presència d'una certa cadena d'ADN, és la tècnica coneguda com PCR, reacció 
en cadena de la  polimerasa per  les  seves sigles  en anglès  (Polymerase Chain  
Reaction)[1].  La  tècnica  consisteix  en  multiplicar  una  cadena  d'ADN  a  fi 
d'obtenir-ne un gran nombre i així ser més fàcil i fiable la seva identificació.
Aquesta multiplicació es presenta de forma natural al unir una cadena 
d'ADN  amb  una  cadena  d'ADN  de  polimerasa  durant  un  cicle  d'alta  i  baixa 
temperatura.
Aquesta  tècnica  de  detecció  està  implementada  perfectament  dins 
instruments  comercials  que  els  podem  trobar  en  qualsevol  laboratori 
d'investigació mèdica o biològica.
Una  altra  forma  ja 
implementada de detecció és el 
que  es  coneix  com la  detecció 
òptica  de  partícules  que 
consisteix  en  tenir  un  sensor 
òptic que creua un conducte de 
micres  d'espessor.  Aquest  canal 
és  tan  estret  que  tan  sols  pot 
creuar una partícula simultàniament. Cada cop que el feix de llum és interromput 
podem contar que ha passat una partícula [2]. La Il·lustració 1 esquematitza aquest 
procés.
El  que pretén TheraEDGE és poder quantificar,  sense necessitat  d'una 
PCR  ni  selecció  prèvia,  unes  cadenes  concretes  d'ADN  i  de  la  forma  més 
econòmica possible: analitzant una imatge. Integrar un sistema de detecció òptica 
de partícules dins cada xip encariria molt el procés. En canvi, capturar una imatge 
sense necessitat  de canviar  el  sistema de captura i  processar-la  numèricament, 
únicament té el cost temporal i econòmic del sistema de captura i anàlisi d'imatge.
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Il·lustració 1: Sistema de detecció òptica de  
partícules
La programació del software per realitzar tot aquest bioassaig i l'anàlisi 
numèric de la imatge obtinguda, és 100% factible ja que, si descomponem els 
objectius de l'aplicació en peces més petites, no té més misteri que un software 
que controla varis dispositius simultàniament i en sincronia.
 1.4. Planificació inicial
La  Il·lustració 2 mostra la planificació inicial tal com es va presentar a 
l'informe previ:
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La planificació real que ha ocupat el desenvolupament del projecte es pot 
consultar al final d'aquest document a l'apartat  7.1.Planificació real (pàgina 92).
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Il·lustració 2: Planificació inicial
Capítol 2. Conceptes Previs
Com hem dit anteriorment, l'aplicació que es presenta en aquest projecte 
baix  el  nom TheraTEST reprodueix  un bioassaig controlant  els  perifèrics  d'un 
instrument dissenyat per tal efecte. Per tant, no tindria sentit començar a parlar de 
l'aplicació  sense  abans  introduir  aquestes  dues  parts  diferenciades  i 
imprescindibles que donen sentit a l'aplicació d'aquest projecte: l'instrument i el 
bioassaig.
En  aquest  capítol  no  es  pretén  entrar  a  definir  termes  de  biologia 
molecular,  ni  entrar  en  tecnicismes,  sinó  explicar,  de  la  forma  més  planera 
possible i sempre tenint en compte que el lector potencial d'aquest document no té 
perquè tenir coneixements previs de bioinformàtica, en què consisteixen aquestes 
dues parts que són els fonaments del projecte aquí present.
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 2.1. L'instrument
L'objectiu de l'instrument d'anàlisi és oferir uns mecanismes físics per a 
reproduir  un  bioassaig  dins  un  xip  de  metacrilat  dissenyat  per  detectar  certes 
patologies respiratòries3. L'instrument ha de ser el més petit i ràpid possible per 
poder ser considerat un instrument POCT.
Un  instrument  POCT  (Point-Of  Care  Testing)  està  pensat  per  estar 
present a les sales de consultes externes i poder donar un resultat quasi immediat 
al pacient, sense la necessitat d'esperar uns dies per tenir un diagnòstic ni visitar 
l'especialista.
L'instrument està format per un conjunt de perifèrics com són:
• vàlvules giratòries
• vàlvules pneumàtiques
• plaques d'efecte Peltier per regular temperatura
3 Vegi's 2.3.-El bioassaig (pàgina 22) per tenir més detalls sobre el procés 
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Il·lustració 3: Visió de l'instrument
• bomba pneumàtica
• làser
• càmera microscòpica monocromàtica
• sensor de pressió
En la Il·lustració 3 es pot veure un croquis del disseny de l'instrument.
Tots aquests components estan connectats físicament amb el component 
més important de tots: el cartridge, o xip.
El cartridge és una peça de metacrilat que té impresos, en el seu interior, 
uns canals i reservoris. Quan s'insereix el xip dins la màquina, tots els reservoris 
estan ocupats per reactius químics amb els quals realitzarem el bioassaig. 
A través dels canals de l'interior farem circular aquests reactius perquè 
entrin en contacte amb la mostra del pacient, connectant degudament els canals 
entre  ells.  Les  vàlvules  giratòries  ens  permeten  commutar  entre  varis  camins 
possibles.  Depenent de la configuració de cada una d'elles, podrem obrir  varis 
camins pels quals  farem circular  la mostra i  reactius ficat-hi un diferencial  de 
pressió. Aquí entra en joc la bomba pneumàtica. 
Les vàlvules pneumàtiques són per tenir ben segellats els camins que no 
volem que, degut a aquest increment de pressió, perdin la seva càrrega.
En la Il·lustració 4 podem veure un esquema exemple d'un xip vist de les 
tres  dimensions  per  fer-nos  una  idea  de  com es  poden moure  els  líquids.  Per 
exemple, amb la configuració actual, si inserim aire amb la xeringa del canal 1, 
mentre  tenim obert  a  l'ambient  la  vàlvula  del  final  del  canal  2,  aconseguirem 
transferir el líquid contingut en el reservori 1 al 2 pel simple increment de pressió.
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Apart de tots els components pensats per la manipulació de la mostra, 
l'instrument du incorporat un mini-PC amb un còpia de Microsoft Windows XP 
que serà el responsable de l'execució de la nostra aplicació i per tant on estan 
connectats lògicament els dispositius.
 2.2. Connexió dels perifèrics
Per entendre millor l'aplicació, primer cal conèixer les connexions dels 
perifèrics:
Directament connectat al PC tenim tan sols 4 perifèrics (de color blau):
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Il·lustració 4: Croquis del xip, amb els seus canals, reservoris i vàlvula
• Una càmera ST-8300 monocromàtica amb òptica microscòpica4.
• Dos controladors de servos Pololu de 24 canals5
• Un controlador de cèl·lules termoelèctriques per regular temperatures6.
L'avantatge d'aquests sistema recau en que cada controlador s'ocupa del 
que hi té connectat, podent així descarregar feina al PC que només agafa el control 
quan  s'han  d'enviar  noves  ordres.  Per  exemple,  podem  enviar  la  comanda  al 
controlador de temperatures que ens posi un cèl·lula d'efecte Peltier a 95ºC i, amb 
el seu PID intern, s'assegurarà de mantenir aquesta temperatura fins nova ordre.
Els  servo-controladors  funcionen  d'una  forma  semblant.  Nosaltres  li 
4http://www.sbig.com/ST-8300M.html  
5http://www.pololu.com/catalog/product/1356  
6http://www.tec-microsystems.com/EN/TEC_Drivers.html   
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Il·lustració 5: Connexió de perifèrics
direm a quina posició volem situar  una certa  vàlvula i  a  quina velocitat,  i  ell 
s'encarregarà d'executar-ho.  A més,  ambdós Pololus  duen un microprocessador 
capaç  d'executar  petits  scripts.  Això  ens  serà  molt  útil  per  fer  funcionar,  per 
exemple, la bomba en funció de la pressió. Noti's que, des del punt de vista del 
PC, no tenim forma de controlar directament la bomba, sinó que ho farem des del 
port sèrie d'un dels dos controladors Pololu on la bomba està connectada.
Un  servo-controlador  controlarà  totes  les  vàlvules  pneumàtiques  que 
obren i tanquen els canals del cartridge (24 vàlvules) i un làser.
A l'altre  servo,  hi  haurà  connectat  tres  detectors  de  pas  de  líquid,  un 
sensor de pressió, quatre vàlvules giratòries, una plataforma de moviment vertical 
on hi descansa un potent imant i la bomba pneumàtica a través d'una interfície RS-
232. Aquest controlador,  a  més,  serà l'encarregat de la  lògica de fluídica,  fent 
moure els líquids segons les senyals de tots aquests sensors.
En el següent quadre hi ha la configuració de cada port dels dos servo-
controladors:
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Pololu ID 00009517 Pololu ID 00009615
#canal A/D I/O/S Connectat a A/D I/O/S Connectat a
0
1 D O Elevador xip D O Làser
2 D O I2
3 D O I3
4 D O I4
5 D O Elevador imant D O I5
6 A I Sensor pressió D O I6
7 D O I7
8 D O I8
9 D I Detector líquid 1 D O I9
10 D I Detector líquid 2 D O I10
11 D I Detector líquid 3 D O I11
12 D O I12
13 D O I13
14 D O I14v
15 D O I15v
16 D O I16v
17 D O I17v
18 D O I15
19 D O I14
20 S V1 D O I17
21 S V2 D O I16
22 S V3
23 S V4
Taula 1: Connexions dels controladors Pololu
 2.3. El bioassaig
La Gran Enciclopèdia Catalana defineix:
bioassaig:  identificació  o  determinació  quantitativa  o  qualitativa  de 
l'efecte d'una substància en un sistema biològic (cultiu de microorganismes, cultiu 
i teixits, etc) o en un organisme viu (animal o vegetal).
És  dut  a terme sota  condicions  controlades  i  per comparació amb els 
efectes de la mateixa o d'una altra substància similar estudiada prèviament en un 
sistema biològic estàndard a una concentració determinada.
L'efecte  que  s'estudia  en  el  nostre  bioassaig,  i  que  es  compara  amb 
resultats obtinguts en el laboratori per part de l'equip de biòlegs, és la intensitat de 
la llum d'una certa longitud d'ona que la mostra reflexa després d'haver passat pel 
procés. La intensitat d'aquesta reflexió serà diferent depenent de la concentració 
amb la que es troba el patogen dins la mostra. Si el patogen no hi és present, no 
existirà reflexió.
La mostra és recollida de dins les cavitats nasals del pacient amb un pal 
semblant als pals d'escurar orelles, amb un cotó estèril a l'extrem i introduïda dins 
el xip en un reservori connectat amb l'exterior dedicat a tal efecte.
A partir d'aquí, l'assaig es pot dividir en 5 parts que intentarem descriure 
breument i sense detalls per tal que el lector es pugui fer una idea general del 
procés:
• Procés de lisi: qualsevol cèl·lula té una membrana que separa el contingut 
cel·lular de l'ambient extracel·lular. El procés de lisi consisteix en trencar 
aquesta  membrana  [3].  En aquest  pas  s'intenta  trencar  la  membrana de 
totes les cèl·lules presents dins la mostra.
• Purificació de la mostra:  un cop la  mostra  ha passat el  procés de lisi, 
necessitem porgar el contingut cel·lular dels trossos de membrana. Això ho 
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aconseguim  fent  passar  la 
mostra  a  través  d'una 
membrana  de  Fujifilm  amb 
un alt diferencial de pressió 
com  esquematitza  la 
Il·lustració  6.  A  través 
d'aquesta membrana hi passa 
tot  el  que  no  és  contingut 
cel·lular, mentre que aquest hi queda atrapat. Concentrar el màxim d'ADN 
a aquesta  membrana serà crucial  per tenir  un resultat  fiable al  final  de 
l'experiment.
• Fragmentació d'ADN:  en  aquests 
moment  tenim  una  bola  d'ADN 
recollida per la membrana de Fujifilm. 
En  aquest  pas  intentam  “desfer  la 
bola”  obtenint  una  seqüència  de 
cadenes  d'ADN.  Això  s'aconsegueix 
fent  passar  tota  aquesta bola per uns 
canals de micres de diàmetre com els 
de  la  Il·lustració  7 que,  intentant  passar  degut  a  l'increment  sobtat  de 
pressió que hem causat amb la bomba pneumàtica, s'acaben rompent en 
cadenes  individuals.  En  la  Il·lustració  8 s'esquematitza  com  funcionen 
aquests canals.
- 23 -
Il·lustració 7: Canals de 
fragmentació
Il·lustració 8: Esquema procés de fragmentació
Il·lustració 6: Procés de purificació a través  
d'una membrana [4]
• Hibridació:  en  biologia  molecular,  és  el  procés  d'ajuntar  dues  cadenes 
d'ADN complementàries  entre  elles  [5].  Aquesta  etapa és  essencial  per 
després poder detectar els patògens i on resideix la part més sorprenent de 
l'assaig.  Partint  que l'ADN del  patogen que volem detectar  és conegut, 
també ho és la seva cadena complementària. Dins el xip hi ha preparades 
les cadenes complementàries de l'ADN del patogen a detectar amb una 
cèl·lula autoflorescent d'una certa longitud d'ona en un dels seus extrems i 
una partícula magnètica a l'altre. Així doncs, si un cop passat el procés 
d'hibridació  podem  detectar  aquestes  cadenes  complementàries  d'ADN 
significa que dins la mostra hi ha l'ADN del patogen que ens interessa 
detectar.
• En  la  detecció  intentarem 
esbrinar si en el pas anterior les 
cadenes  d'ADN  complementari 
s'han enganxat a la mostra o no i 
quantes d'elles ho han fet.  Com 
hem explicat més amunt, a cada 
extrem d'aquesta  cadena d'ADN 
hi  tenim  una  partícula 
fotoreflexant.  i  una  partícula 
imantada,  gràcies  a  la  qual  serem  capaços  de  capturar  les  cadenes 
patològiques amb una placa imantada del que disposa el nostre instrument 
i  llançar  tota  la  resta.  Posteriorment,  capturarem  una  fotografia  de  la 
mostra mentre estem fent incidir llum làser de la longitud d'ona en concret 
sobre la nostra cèl·lula fotoreceptora.  La  Il·lustració 9 mostra l'espectre 
d'emissió d'una partícula hibridada.
A partir d'un anàlisi de la fotografia, podrem quantificar la intensitat de 
llum reflexada per la mostra. Comparant aquests valors amb els obtinguts en el 
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Il·lustració 9: Espectre d'emissió d'una 
partícula hibridada
laboratori, podrem fixar uns límits a partir dels quals podem considerar que hi ha 
o no patologia.
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Capítol 3. Anàlisi de l'aplicació
L'anàlisi és aquella etapa del desenvolupament en que s'usen un conjunt 
de  procediments,  tècniques,  llenguatges  i  eines  per  obtenir,  a  un  cost  reduït, 
l'especificació del comportament externs d'un sistema que satisfaci les necessitat 
de  l'usuari.  D'aquesta  etapa  pot  dependre  en  gran  mesura  l'acompliment  dels 
objectius finals del projecte.
En aquest apartat recollirem el conjunt de requisits i detallarem el disseny 
i  implementació  de  les  classes  que  formaran  part  de  la  nostra  aplicació 
TheraTEST.
La nostra aplicació ha de ser capaç de reproduir un bioassaig dins un 
xip  de  metacrilat,  capturar  una  fotografia monocromàtica  a  la  finalització 
d'aquest i fer-hi un  anàlisi numèric, l'objectiu del qual és fer un recompte del 
nombre de partícules auto-florescents que hi apareixen i la seva intensitat de llum.
Hi ha varis models a seguir en la creació d'una aplicació software. En el 
nostre cas, tractant-se d'un software que opera una màquina hardware encara en 
fase de prototip, optarem pel model de cascada retroalimentat.
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Com mostra la  Il·lustració 10, qualsevol canvi en una de les etapes del 
procés  de  creació  del  nostre  software  ens  permet  saltar  a  les  etapes  de 
desenvolupament anteriors i modificar el que convingui. Així, per exemple, un 
canvi  en  una  connexió  d'algun sensor  del  dispositiu  quan ja  estem provant  el 
sistema, ens permet reimplementar aquesta nova connexió i canviar, si escau, els 
requeriments, per seguidament continuar amb les proves sense rompre el cicle de 
creació de l'aplicació.
 3.1. Especificació de requisits
Els requeriments d'una aplicació són els encarregats de definir el que una 
aplicació software ha de fer. Defineixen l'abast del sistema en quant a les accions 
que  ha  de  realitzar  i  com les  ha  de  realitzar,  així  com també  l'intercanvi  de 
informació entre les diferents funcions del sistema.
També  defineixen  (com  a  no  funcionals)  els  requisits  que  no  són 
purament  “què  i  com”  funcionar  sinó  la  seva  aparença,  operabilitat  o 
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Il·lustració 10:Cicle de vida de la nostra aplicació
manteniment.
A continuació s'enumeren els requisits de la nostra aplicació TheraTEST.
Requisits funcionals
FT1 - L'aplicació ha de ser capaç de controlar tots els perifèrics de l'instrument
L’aplicació  podrà  controlar  tots  els  perifèrics  a  través  del  microcontrolador  corresponent,  
controlats tots ells des dels ports de comunicacions del Host-PC.
FT2 -  Comunicació  bidireccional  amb  TheraPOC,  l’aplicació  frontend  de 
l’usuari
TheraTEST únicament s’encarregarà de reproduir l’assaig, no serà la seva responsabilitat la  
gestió  d’events  per  part  de  l’usuari  ni  de  la  presentació  dels  resultats.  De  tot  això,  
s’encarregarà  l’aplicació  TheraPOC,  desenvolupada  per  un  altre  equip  del  projecte  
TheraEDGE i fora de l’abast d’aquest document. La comunicació amb aquest programa serà  
bidireccional i asíncrona.
FT3 - Ha de conèixer sempre el seu estat
TheraTEST ha de conèixer en tot moment el seu estat i notificar-lo a TheraPOC si aquest així  
ho sol·licita. Els estats possibles de TheraTEST estan definits a l'apartat Estats de l'aplicació a  
la pàgina 57
FT4 - TheraTEST es comunica amb missatges TCP-IP
La comunicació entre TheraPOC i TheraTEST serà mitjançant l'intercanvi de paquets a través  
del port local 5656 del protocol TCP-IP. En el cos d’aquests paquets hi haurà un missatge xml,  
l’estructura del qual està definit a la pàgina 48 (Missatges TCP-IP) d’aquest document.
FT5 - Ha de notificar canvis d'estat i subestats
TheraTEST haurà de notificar a TheraPOC quan hi hagi un canvi d’estat o subestat. S'entén  
per subestat tot el conjunt d'estats que es poden englobar dins un altre. Per exemple, cada pas  
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del bioassaig són subestats de l'estat general de “en execució”. 
FT6 - Ha d'estar sempre disponible
L’aplicació ha de poder enviar, rebre i processar missatge en tot moment, inclús quan hi ha un  
experiment en execució.
FT7 -  Tot  missatge  enviat/rebut  a/del  TheraPOC  ha  de  tenir  el  seu  ACK 
rebut/enviat corresponent
La pèrdua de comunicació  entre TheraTEST i TheraPOC serà considerat un error greu del  
sistema. Es considerarà perduda la comunicació si no es reb l'ACK d'un missatge enviat amb  
un temps màxim de 5 segons.
FT8 - Només hi haurà un ACK en espera simultàniament
L’aplicació  no  disposarà  de  cua  d’espera  d’enviament  d’ACKs,  per  tant  no  podrà  enviar  
missatges a TheraPOC mentre hi hagi algun ACK pendent de ser rebut. En canvi sí podrà rebre  
més d’una comanda entre l’enviament dels respectius ACK.
FT9 - L'execució no pot durar més de 30 minut
L’execució del bioassaig no pot durar més de 30 minuts. Això és un requisit  indispensable  
perquè l’instrument pugui ser considerat un instrument POCT.
FT10 - Ha d'aconseguir reproduir el bioassaig
L’aplicació haurà d’executar l’algoritme per reproduir l’assaig dissenyat per l'equip de biòlegs  
moleculars.
FT11 - Ha de quantificar els resultats del bioassaig
L’aplicació ha d’enviar a TheraPOC els resultats quantificats.
FT12 - Ha de ser una aplicació desatesa
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L’aplicació ha de treballar sense cap mena d’interacció amb l’usuari. 
L’usuari interaccionarà amb l’aplicació TheraPOC, qui enviarà les comandes a TheraTEST  
mitjançant missatges TCP-IP. TheraTEST actuarà en concordança a aquestes comandes sense  
la interacció de l’usuari.
FT13 - Avortament i reinicialització en cas d’error greu
Si es detecta un error greu durant l’execució de l’experiment l’aplicació serà capaç d’avortar-
ne l’execució, reinicialitzar-se i notificar l’error a TheraPOC. 
TheraTEST reinicialitzarà els perifèrics i quedarà llest per tornar a executar un assaig. 
Són considerats errors greus:
• pèrdua de comunicació amb TheraPOC: es perd algun ACK
• no es pot establir comunicació amb algun controlador o aquest deixa de respondre
FT14 - L'aplicació ha de poder avortar l'assaig en qualsevol moment
L’aplicació  ha  de  ser  capaç  d’avortar  l’assaig en  qualsevol  moment.  Un  cop  avortat,  
reinicialitzarà els perifèrics i tornarà quedar llest per acceptar nous assajos.
FT15 -  L'aplicació  ha  de  guardar  els  resultats fins  que  TheraPOC els  hagi 
rebuts
TheraTEST no allibera la memòria fins que TheraPOC ha respost amb un ACK a l’enviament  
dels resultats.
En cas que aquest ACK es perdi, l’execució s’avorta amb un error greu, encara que queda el  
resultat guardat en els històrics de la memòria física.
FT16 - Només existeix un rol d'usuari
L’aplicació té un sol usuari, que és el TheraPOC
FT17 - Ha de guardar un log de cada experiment
Ha de guardar els històrics d’execucions d’experiments en el disc físic, indicant els passos que  
ha executat, la causa de la finalització de l’execució (correcta, error greu, o cancel·lat per  
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l’usuari) així com els resultats i les fotografies analitzades.
El directori de destí serà C:/TheraEDGE/<experiment-ID>/logs
FT18 - Ha de guardar les imatges analitzades
Ha de guardar en un directori del disc físic les imatges obtingudes en cada experiment.
El directori serà C:/TheraEDGE/<experiment-ID>/images
FT19 - Cada experiment té un identificar únic
L'identificador  de  l'experiment  és  la  data  i  hora  de  l'inici  d'aquest  d'acord  al  format  
YYYYMMDD-HHMMSS
Requisits no funcionals
NFT1 - L'aplicació corre en background
TheraTEST s’iniciarà com a servei quan TheraPOC ja hagi estat iniciat.
NFT2 - Els paràmetres dels perifèrics (obturació, pressions d'aturada...) no són 
configurables
Els assajos no depenen de cap interacció amb l’usuari i un cop s’han establert els paràmetres  
necessaris (pressions d’aturada, velocitat d’obturació de la càmera, temperatures, etc.) aquests  
no es podran modificar.
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 3.2. Llibreries de l'aplicació
Com s'ha exposat anteriorment, tres controladors són els responsables del 
control del funcionament de tots els perifèrics de l'instrument.
S'han dissenyat tres llibreries que encapsulen els mètodes necessaris per 
controlar  cada  controlador.  Alguns  mètodes  tan  sols  es  limiten  a  cridar  altres 
mètodes implementats per tercers, normalment el propi fabricant del controlador, 
mentre que altres tracten les dades i combinen vàries crides.
A primera vista es podria jutjar el fet d'aquest encapsulament com una 
pèrdua  de  llibertat,  ja  que  alguns  mètodes  de  llibreries  de  tercers  queden 
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Il·lustració 11: Diagrama de llibreries
inaccessibles, però s'ha optat per aquest mètode per facilitar les crides i sobretot 
perquè, segons el requisit NFT2, els paràmetres no seran configurables.
Per exemple, la llibreria camController pot tenir un mètode capture() que 
combina  vàries  crides  a  csbigimg.dll,  csbigcam.dll  i cfitsio.dll com poden  ser 
establir la velocitat d'obturació, capturar la imatge, i guardar-la en format FITS. 
Tot això en una sola crida que, des del punt de vista de la nostra aplicació, serà 
atòmica.
El format FITS7 és un format d'imatge que, a diferència de la majoria de 
formats de la seva família, està dissenyat per imatges científiques ja que inclou 
dades com espectres electromagnètics, llistes de fotons o cubs de dades dins les 
seves metadades[6].
 3.2.1. servocontroller.dll
 3.2.1.1. Descripció
Aquesta llibreria encapsula les operacions necessàries per comunicar-nos 
amb els servo-controladors i tots els perifèrics que aquests controlen.
Igualment  ens  permet  carregar  i  controlar  l'execució  d'scripts  que 
s'executen  dins  el  microprocessador  integrat  que  porta  la  pròpia  placa.  El 
llenguatge d'script utilitzat per les plaques controladores Pololu és un llenguatge 
de  pila  molt  similar  al  FORTH.  L'script  és  compilat  a  un  bytecode  on  cada 
comanda ocupa un sol  byte.  Tot  i  el  joc d'instruccions  ser  bastant  bàsics,  ens 
ofereix la possibilitat de programar amb subrutines, un control bàsic de bucles, 
operacions bàsiques de matemàtiques, apart de totes les operacions de  setters  i 
getters de cada canal de la placa.
La gran majoria de mètodes d'aquesta classe generen tràfic USB entre PC 
i controlador per conèixer l'estat dels canals. Hem implementat la llibreria de tal 
7 http://fits.gsfc.nasa.gov/fits_home.html 
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forma que els  getters no tinguin necessitat de crear aquest tràfic si abans hi ha 
hagut un set del canal, sinó que aquestes posicions són recordades localment. El 
mètode especial  getStatus()  és el mètode encarregat de consultar l'estat dels 24 
canals i guardar-los en les variables privades de la classe. Aquest mètode es crida 
implícitament amb el primer get. De totes formes, si així ens cal, es pot forçar la 
recuperació  de  dades  des  del  controlador  amb  la  sobrecàrrega  del  mètode 
getPosition.
 3.2.1.2. Classes
servoController
servoControllerException
 3.2.1.3. Arxius fonts
servoController.h
servoControllerException.h
servoController.cpp
 3.2.1.4. Mètodes
servoController
int servoController::connect (string numSerie)
Estableix la comunicació USB amb el  Pololu amb el  número de sèrie 
indicat. La comunicació es manté fins que es crida disconnect()
Paràmetres
[in] numSerie: número de sèrie del Pololu amb el qual volem connectar
Retorna
int : 0 en cas d'error, 1 altrament
int servoController::disconnect ()
Tanca la connexió actual
Retorna
- 34 -
int : 0 en cas d'error, 1 altrament
 int servoController::getPosition (int channel, bool fromDevice)
Si  fromDevice  és  true  s'executa  getStatus().  Posteriorment  retorna  la 
posició del canal
Paràmetres
• [in]  channel :  identificador del canal ([0, 23]) del qual es vol saber la 
posició
• [in]  fromDevice : indica si l'estat s'obté a través de la controladora o bé 
retorna la variable privada de l'objecte que representa la posició del canal.
Retorna
int : la posició del canal channel
Comentaris
Degut  a  que  la  controladora  només  es  controla  des  de  l'objecte 
servoController corresponents, ens permet guardar-nos dins una variable privada 
l'estat de cada canal (posició, velocitat, etc). A simple vista és redundant, però 
ens estalviam molt tràfic USB que ens pos estalviar errors com poden ser pèrdua 
de comunicació o timeout en la resposta..
int servoController::getPosition (int channel)
La sobrecàrrega d'aquesta funció obté la posició actual del canal guardada 
en la  variable privada de l'objecte.  De fet,  el  que fa el  membre és una crida 
getPosition(channel, false);
Paràmetres
• [in]  channel :  identificador  del  canal  del  qual  es  desitja  conèixer  la 
posició.
Retorna
int : la posició del canal channel
Comentari
Tots  els  següents  getters  retornen  la  variable  privada,  sense  opció  a 
obtenir la informació des del dispositiu.
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 int servoController::getSpeed (int channel)
Obté la configuració de la velocitat màxima permesa al canal
Paràmetres
• [in] channel : identificador del canal que es desitja consultar
Retorna
int : velocitat màxima permesa del canal
int servoController::getAcceleration (int channel)
Obté la configuració de l'acceleració màxima permesa al canal
Paràmetres
• [in] channel : identificador del canal que es desitja consultar
Retorna
int : acceleració màxima permesa del canal
int servoController::getStatus ()
Descarrega via USB la informació d'estat dels canals del controlador i els 
guarda  en  els  membres  privats  de  l'objecte  per  poder  ser  consultats  amb els 
anteriors getters
Retorna
int : 0 en cas d'error, 1 altrament
string servoController::getLastError ()
Quan el LED d'estat de la placa controladora està en vermell (bit d'error = 
1), podem descarregar la informació d'aquest error amb aquest mètode
Retorna
string : descripció de la causa de l'error
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int servoController::setTarget (int channel, int target)
Configura un port de sortida o servo a situar-se a la una certa posició i 
modifica la variable privada de la posició del canal per tenir-la actualitzada
Paràmetres
• [in]  channel :  identificador del canal que volem modificar el  valor de 
sortida
• [in] target: posició a la qual volem col·locar el canal
Retorna
0 en cas d'error, 1 altrament
int servoController::setSpeed (int channel, int speed)
Configura la velocitat màxima de moviment d'un port de sortida o servo i 
modifica la variable privada de la velocitat del canal per tenir-la actualitzada
Paràmetres
• [in] channel : identificador del canal que volem modificar 
• [in] speed : velocitat màxima permesa al canal
Retorna
0 en cas d'error, 1 altrament
int servoController::setAcceleration (int channel, int acceleration)
Configura l'acceleració màxima de moviment d'un port de sortida o servo 
i modifica la variable privada de l'acceleració del canal per tenir-la actualitzada
Paràmetres
• [in] channel : identificador del canal a modificar
• [in] acceleration : acceleració màxima permesa en el canal
Retorna
0 en cas d'error, 1 altrament
int servoController::startScript ()
Executa l'script des de la instrucció on apunta el contador de programa.
Retorna
0 en cas d'error, 1 altrament
int servoController::stopScript ()
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Atura l'execució del programa. El program counter no es reinicialitza, 
així que l'script es pot continuar on s'havia parat amb startScript()
Retorna
0 en cas d'error, 1 altrament
int servoController::restartScript ()
Col·loca el program counter a la primera instrucció de l'script i en pausa 
l'execució.
Retorna
0 en cas d'error, 1 altrament
int servoController::loadScript (string scriptPath)
Carrega l'script en la memòria del controlador
Paràmetres
• [in] scriptPath : path a un fitxer vàlid d'script per ser interpretat pel 
microprocessador de la placa
Retorna
0 en cas d'error, 1 altrament
int servoController::getConf (script configurationFile)
Genera un arxiu amb la configuració del microcontrolador (posicions, 
velocitats, script, etc) i el guarda en el fitxer indicat.
Paràmetres
• [in] configurationFile : ruta del fitxer on es desarà la configuració
Retorna
 0 en cas d'error, 1 altrament
int servoController::loadConf (string configurationFile)
Configura el controlador tal com especifica el fitxer de configuració path 
guardat prèviament amb el membre getConf
Paràmetres
[in] configurationFile és la ruta de l'arxiu de configuració que es vol 
carregar
Retorna
 0 en cas d'error, 1 altrament
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servoControllerException
int servoControllerException::servoControllerException (int code)
Constructora a partir del codi d'error
Paràmetres
• [in] code : codi identificatiu de l'error
int servoControllerException::getErrorCode ( )
Retorna el codi identificatiu únic de l'error
Retorna
int : codi identificatiu de l'error
 3.2.2. camController.dll
 3.2.2.1. Descripció
Aquesta  és  la  llibreria  encarregada  de  controlar  la  càmera  i  els  seus 
perifèrics com una roda de filtres que porta incorporada.
Com hem explicat  anteriorment,  aquesta  llibreria  encapsula  en un sol 
mètode crides a mètodes de les llibreries pròpies del fabricant. Això ens fa quasi 
impossible poder reutilitzar aquesta llibreria en altres projectes, però hem apostat 
més per l'atomicitat de les crides que més usarem enfront la reusabilitat.
 3.2.2.2. Classes
camController
camControllerException
 3.2.2.3. Arxius font
camController.h
camContoller.cpp
camControllerException.h
camControllerException.cpp
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 3.2.2.4. Mètodes
camController
 camController::camController
Constructor per defecte de l'objecte. Intenta establir comunicació amb la 
càmera, configura els paràmetres de velocitat  d'obturació,  color de la roda de 
filtres, etc. i reserva espai en memòria per la pròxima captura.
Excepcions
camControllerException : En cas d'algun error durant la inicialització
 camController::~camController
Destructor  per  defecte.  Allibera  la  memòria  reservada  per  guardar  les 
captures i tanca les connexions entre host i càmera.
 int camController::capture()
Captura una imatge i la guarda en format SBIG a C:\images amb el nom 
foto
Retorna
0 si no hi ha hagut error
Excepcions
camControllerException en cas d'error
Comentari
Aquesta funció podria ser sense tipus de retorn ja que en cas d'error llança 
una excepció, i en cas contrari el valor de retorn sempre és el mateix. Així i tot, 
s'ha  mantingut  aquest  retorn  per  retrocompatibilitat  amb  la  versió  alfa  de 
TheraTEST
 int camController::capture(double expoTime, string folderpath, string  
filename);
Captura una imatge i la guarda en format SBIG i FIT baix el directori 
especificat
Paràmetres
• [in]  expoTime : és el temps d'exposició en milisegons. El temps mínim 
d'exposició, per característiques de la càmera, és de 800ms. En cas de 
introduir un temps més petit, la foto es farà igualment a 800ms
- 40 -
• [in] folderpath : directori on es guarden les fotografies
• [in] filename : nom de les dues fotografies (SBIG i FITS) que es generen
Retorna
0 si no hi ha hagut error
Excepcions
camControllerException en cas d'error
Comentaris
• Segons els requisits, no caldria una funció de temps configurable ja que 
aquest paràmetre serà constant, però per fer les proves d'anàlisi de imatge 
es va desenvolupar  un software per fer captures aïllades  del bioassaig 
amb el qual sí que ens interessava configurar alguns paràmetres. D'aquí 
l'existència d'aquesta funció.
• Com l'anterior,  podria  ser sense tipus de retorn.  Si més no retorna un 
enter constant en cas de no error per guardar semblances amb la seva 
funció sobrecarregada.
int camController::setFilter(CFW_POSITION cfp)
Situa un filtre de la roda de filtres davant l'objectiu
Paràmetres
• [in] cfp : posició de la roda de filtres definit a les llibreries. Enumeració 
definida pel fabricant a Sbigudrv.h
Retorna
0 si no hi ha hagut error
Excepcions
camControllerException en cas d'error
camControllerException
 camControllerException::camControllerException(PAR_ERROR error)
Constructora a partir d'un codi d'error de càmera
Paràmetres
• [in] error : codi d'error que retorna la llibreria csbigcam.dll
camControllerException::camControllerException(PAR_ERROR error)
Constructora a partir d'un codi d'error de càmera
Paràmetres
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• [in] error : codi d'error que retorna la llibreria csbigcam.dll
camControllerException::camControllerException(SBIG_FILE_ERROR 
error)
Constructora a partir d'un codi d'error de fitxer
Paràmetres
• [in] error : codi d'error que retorna la llibreria csbigimg.dll
char camControllerException::getErrorType()
Retorna el tipus d'error que ha llançat la excepció
Retorna
• char : F si l'error és un error de fitxer, C si és un error de càmera
Comentaris
El  tipus  d'error  també es  pot  saber  a  partir  del  codi  d'error.  Vegi's  el 
mètode getErrorCode()
int camControllerException::getErrorCode()
Constructora a partir d'un codi d'error de càmera
Retorna
• int : Codi identificatiu de l'error.
Comentaris
Codis d'error més grans de 0xFF00 són error de fitxer, mentre que més 
petits de 0xFF00 són error de càmera. S'han definit els següents codis d'error a 
partir dels codis de les excepcions que les llibreries dels fabricant poden llançar. 
A continuació es relacionen els codis d'error amb la seva respectiva descripció 
que ens proporciona el fabricant:
0x0001 Camera no found 
0x0002 Exposure in progress 
0x0003 Exposure not in progress 
0x0004 Unknown Command 
0x0005 Bad Camera Command 
0x0006 Bad Parameter 
0x0007 Transmission TimeOut 
0x0008 Receive TimeOut 
0x0009 Negative ACK Received (NACK) 
0x000A Cancel Received (CAN) 
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0x000B Unknown Response 
0x000C Bad length 
0x000D A/D Converter TimeOut 
0x000E Keyboard ESC 
0x000F Checksum Error 
0x0010 EEPROM error 
0x0011 Shutter Error 
0x0012 Unknown camera 
0x0013 Driver Not Found 
0x0014 Driver Not Open 
0x0015 Driver Not Closed 
0x0016 Share Error 
0x0017 TCE Not Found 
0x0018 AO Error 
0x0019 EPC Error 
0x001A Memory Error 
0x001B Device Not Found 
0x001C Device Not Open 
0x001D Device Not Closed 
0x001E Device Not Implemented 
0x001F Device Disabled 
0x0020 OS Error 
0x0021 Socket Error 
0x0022 Server Not Found 
0x0023 Filter Wheel Error 
0x0024 MF Error 
0x0025 Firmware Error 
0x0026 Guider Error 
0x0027 Next Error 
 
0xFF01 File Open Error 
0xFF02 File Close Error 
0xFF03 File Read Error 
0xFF04 File Write Error 
0xFF05 File Format Error 
0xFF06 File Memory Error 
0xFF07 File FITS Header Error 
0xFF08 File Wrong Size 
0xFF09 File Next Error
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 3.2.3. heaterController.dll
 3.2.3.1. Descripció
El controlador que regula les temperatures de les plaques d'efecte Peltier 
es  comunica  a  través  del  port  de  comunicacions  RS-232,  amb  telemetries 
definides pel fabricat, que es poden consultar a Apèndix (pàgina 100).
Aquesta llibreria s'encarregarà de generar i enviar aquestes telemetries. 
Cada telemetria acaba amb un codi CRC8 per poder detectar si hi ha hagut algun 
bit perdut durant la transmissió. L'algoritme de càlcul del CRC és el CRC-8 de 9 
bits que pot ser calculat amb un mètode de la pròpia llibreria.
 3.2.3.2. Classes
heaterController
heaterControllerException
CRC8Calculator
 3.2.3.3. Arxius font
heaterController.h
heaterController.cpp
heaterControllerException.h
 3.2.3.4. Mètodes
void heaterController::connect (string port)
S'estableix  la  comunicació  sèrie  amb  el  port.  La  comunicació  és  a 
19200bps, sense paritat, 8 bits de dades i un bit d'aturada.
Paràmetres
• [in]  port  :  identificació  del  port  a  través  del  qual  volem  crear  la 
comunicació com “COM1”, “COM2”, etc
Excepcions
heaterControllerException
void heaterController::disconnect ()
8Cyclic Redundancy Check
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Tanca la conexió RS-232 actual
Excepcions
heaterControllerException
void heaterController::setTemperature (int peltier, int temperature)
Envia la telemetria al controlador que engega el PID del peltier indicat 
per assolir la temperatura.
Paràmetres
• [in] peltier : Identificació del PID a engegar. Pot ser 1 o 2. En cas contrari 
es llança una excepció
• [in] temperature : temperatura a assolir en graus Celcius
void heaterController::const turnOffPID (int peltier)
Para la regulació de la temperatura apagant el PID
Paràmetres
• [in] peltier : Identificació del Peltier. peltier pot valer 1 o 2. En cas 
contrari es llança una excepció
Excepcions
heaterControllerException
int heaterController::getCurrentTemperature (int peltier)
Envia la telemetria de consulta de temperatura del peltier corresponent.
Paràmetres
• [in] peltier : Identificació del Peltier. peltier pot valer 1 o 2. En cas 
contrari es llança una excepció
Retorna
int : Temperatura actual de la placa Peltier en graus Celcius. Resolució de 
1ºC.
Excepcions
heaterControllerException
int heaterController::getStatus ()
L'estat del controlador és indicat per dos bytes representats per un enter. 
Aquest membre envia la telemetria al controlador per conèixer el seu estat i 
retorna la resposta en forma d'enter.
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Retorna
int : L'estat actual del dispositiu. Els possibles valor representen:
• 0x0001 Error EEPROM 
• 0x0002 Comanda desconeguda
• 0x0004 El dispositiu no està llest per rebre telemetries
• 0x0008 TEC voltage at Z-metering does not drop for too 
long 
• 0x0010 Error en el paràmetre o el format de la telemetria
• 0x0020 Desbordament del buffer de recepció RS-232
• 0x0040 Desbordament del buffer de recepció RS-485 (no 
utilitzat en el nostre cas)
• 0x0080 Error d'alimentació (+/- 10% de la tensió de treball)
• 0x0100 La temperatura del dispositiu 1 està fora de les 
limitacions
• 0x0200 La temperatura del dispositiu 2 està fora de les 
limitacions
• 0x0400 El dispositiu 1 ha arribat a la temperatura desitjada
• 0x0800 El dispositiu 2 ha arribat a la temperatura desitjada
• 0x1000 L'ordre que s'estava executant ha sigut 
interrompuda
Excepcions
heaterControllerException
bool heaterController::isConnected ()
Consulta si l'objecte està connectat a algun port sèrie
Retorna
bool : Estat de la connexió
Excepcions
heaterControllerException
heaterControllerException
heaterControllerException::heaterControllerException(Byte error)
Constructora
Paràmetres
• [in] error codi que identifica la causa de l'excepció
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Byte heaterControllerException::getCode()
Consulta el codi de la causa que ha provocat l'excepció
Retorna
• Byte indicant el codi de la causa del llançament de l'excepció
Les possibles causes poden ser:
0x01 Comunicació no establerta prèviament
0x02 Timeout d'escriptura
0x03 Timeout de lectura
0x04 Port no especificat
0x05 El port està és invàlid. No ha pogut ser trobat o obert
0x06 Accés denegat al port
0x07 Comunicació ja establerta
0x08 El port especificat no està obert
• 0xFF Error no especificat
String heaterControllerException::getDescription()
Consulta el missatge descriptiu associat a la excepció
Retorna
• String amb el missatge descriptiu associat al codi de l'error tal com està 
especificat en el mètode anterior.
CRC8Calculator
bool CRC8Calculator::appendCRC (byte[] &message)
Afegeix el byte de CRC corresponent al final del missatge.
Paràmetres
• [in/out] message és el missatge de n bytes. El byte n-èssim és reservat pel 
byte CRC.
Comentari
El missatge del qual volem obtenir el CRC ocupa els n-1 primers bytes de 
message. En el moment de retorn, el byte n-èssim és el CRC dels n-1 primers 
bytes
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 3.3. Missatges TCP-IP
La interacció entre la nostra aplicació i l'usuari es realitza a través d'una 
aplicació desenvolupada per Systelab, una altra empresa participant en el projecte. 
Aquesta aplicació s'anomena TheraPOC.
L'aplicació  TheraPOC  únicament  és  el  pont  entre  la  nostra  aplicació 
TheraTEST i l'usuari. Per tant serà el responsable de notificar a TheraTEST les 
accions de l'usuari i de mostrar a l'usuari l'estat de TheraTEST. Aquest intercanvi 
d'informació es realitzarà a través de missatges XML definits a l'inici del projecte 
entre l'equip de TheraTEST i TheraPOC.
A  l'execució  de  TheraTEST  aquest  intenta  enviar  un  missatge  de 
connexió a TheraPOC qui ja ha d'estar escoltant. Aquesta escolta serà a través del 
port 5656 del protocol TCP-IP. Un cop establerta la connexió hi ha un intercanvi 
de comandes/respostes fins la finalització de la comunicació per part d'una de les 
dues  parts.  Un exemple d'inici,  execució de bioassaig i  avortament  de l'usuari 
podria ser el que es mostra a la Il·lustració 12
La  llibreria  implementa  també  una  llista  de  events que  ens  permeten 
definir quines accions executar quan es rebi un determinat missatge. Si més no, 
aquesta  llibreria  ha  sigut  desenvolupada  per  Systelab  i  per  tant  no  podrem 
detallar-ne el disseny i implementació. Simplement explicarem de forma general 
els tipus de missatges que existeixen i l'objectiu de cada un d'ells.
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 3.3.1. Estructura dels missatges
Tots  els  missatges  són  classes  derivades  d'una  superclasse  abstracte 
anomenada  Message on  es  defineix  l'estructura  bàsica  dels  missatges  tal  com 
mostra la Il·lustració 13.
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Il·lustració 12: Seqüència de missatges per  
establir comunicació, iniciar assaig i finalitzar-
lo.
Il·lustració 13: Diagrama d'herència dels missatges
Tots els missatges estan formats per un conjunt d'objectes on cada objecte 
guarda  un  conjunt  d'atributs  que  emmagatzemen  informació.  Els  possibles 
objectes dels quals disposam són els següents:
Acknowledgement
Nom atribut Tipus Descripció
_ack_control_id string Relaciona l'ACK amb el missatge a que fa 
referència.  L'ACK  del  missatge  amb 
Header._control_id  =  x  tindrà 
_ack_control_id = x
_note_txt string opcional  -  En cas  que  hi  hagi  hagut  un 
error (AckType = AE), aquest cap explica 
el motiu
_type_cd AckType Tipus de ACK. Pot ser  AA (Application 
Accept) o  AE  (Application  Reject)  si  el 
missatge  al  qual  l'ACK fa  referència  ha 
estat atès o ignorat respectivament
Cartridge
Nom atribut Tipus Descripció
_serial_id string Identificador  únic  del  xip  assignat  en  el 
moment de fabricació
_panel_id string Identificador del panell assignat pel xip
Device
Nom atribut Tipus Descripció
_hw_version string no usat - Versió del hardware
_sw_version string no usat - Versió del software
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Directive
Nom atribut Tipus Descripció
_command_cd CommandTyp
e
CommandType  enumera  totes  les 
comandes  acceptades  per  TheraTEST. 
Actualment  només  conté  l'ordre 
START_ASSAY
Header
Nom atribut Tipus Descripció
_control_id string Una  identificació  única  del  missatge 
durant la conversa
_version_id string Valor constant 'POCT1'
_creation_dttm DateTime El dia/hora de l'emissor en el moment de 
generar l'xml
Observation
Nom atribut Tipus Descripció
_observation_id string Identificador  del  resultat  (per  exemple: 
canal 1)
_value string Valor del _observation_id
Request
Nom atribut Tipus Descripció
_request_cd RequestType Codi  de  la  informació  sol·licitada.  En 
aquesta  versió  només  disposem  de 
REQUEST_STATUS
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Service
Nom atribut Tipus Descripció
_observation Collection<Observati
on>
Col·lecció  de  tots  els  resultats  de 
l'experiment
_observaton_dttm DateTime Dia/Hora d'inici de l'experiment
_reason_cd string no usat
_role_cd ServiceRole no usat
_status_cd ServiceStatus no usat
Status
Nom atribut Tipus Descripció
_status_cd InstrumentStat
us
Defineix  l'estat  de  l'instrument.  És 
una  enumeració  amb  tots  els  estat 
definit en el diagrama d'estats (vegi's 
Il·lustració 14)
_assay_phase_cd string opcional  –  És  un  text  purament 
informatiu per  informar  del  subestat 
en que es troba l'assaig
_global_phase_complet
ition
int opcional  –  És  el  percentatge  global 
de  l'estat  actual.  Alguns  estats  con 
l'Idle no reporten aquest camp.
_phase_completition int opcional  –  És  el  percentatge 
completat  del  subestat  actual  (per 
exemple un step del bioassaig)
Termination
Nom atribut Tipus Descripció
_ack_control_id TerminateReas Indica la raó de la finalització de l'assaig. 
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on Els possibles valor són:
• Normal
• Abnormal
• UserRequested
• Unknown
_note_tx string opcional  –  Informació  addicional  de  la 
finalització
A continuació  definim  el  conjunt  de  missatges  i  la  cardinalitat  dels 
objectes que contenen així com una breu descripció de cada un.
 3.3.2. Hello
Aquest és el primer missatge que intercanvien TheraPOC i TheraTEST 
quan estableixen comunicació.
Els dos programes s'intercanvien informació referent al dispositiu com és 
la versió hardware i software. 
Quan  ambdós missatges  d'inici  han  estat  intercanviats  correctament, 
TheraTEST inicialitza tots els perifèrics de l'instrument.
Aquest  missatge  no  espera  un ACK corresponent,  sinó que  espera  un 
missatge homònim com a resposta.
Si un missatge Hello és rebut un cop l'instrument ja ha estat inicialitzat, 
aquest simplement és ignorat.
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Objecte Cardinalitat Comentaris
Header 1..1 Obligatori  en  tots  els  missatges.  Identifica  el 
missatge dins la comunicació
Device 1..1 Transporta informació del sistema com la versió 
del hardware i software
Taula 2: Estructura missatge Hello
 3.3.3. ACK
És el missatge de resposta de la gran majoria de missatges.
Si no es diu el contrari, el seu enviament és obligat per cada missatge 
rebut així com la seva recepció per cada missatge enviat. En cas que algun ACK 
es perdi o no sigui enviat, es considerat un error greu i l'experiment és finalitzat.
Objecte Cardinalitat Comentaris
Header 1..1 Obligatori  en  tots  els  missatges.  Identifica  el 
missatge dins la comunicació
Acknowledge
ment
1..1 Informa a  quin  missatge  fa  referència  aquesta 
“notificació d'arribada”
Taula 3: Estructura missatge ACK
 3.3.4. Request
Aquest és rebut per TheraTEST com a sol·licitud d'estat del dispositiu i 
subestat del bioassaig si aquest s'està executant.
La resposta a aquest missatge, enlloc d'un ACK, és un Status.
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Objecte Cardinalitat Comentaris
Header 1..1 Obligatori  en  tots  els  missatges.  Identifica  el 
missatge dins la comunicació
Request 1..1 Conté  informació  sobre  la  informació 
sol·licitada (per futures ampliacions de protocol)
Taula 4: Estructura missatge Request
 3.3.5. Status
És el missatge que envia TheraTEST per notificar qualsevol canvi d'estat 
o subestat, o bé per respondre el missatge Request.
Aquest missatge espera un ACK com a resposta.
Objecte Cardinalitat Comentaris
Header 1..1 Obligatori  en  tots  els  missatges.  Identifica  el 
missatge dins la comunicació
Cartridge 1..1 Informa a  quin  missatge  fa  referència  aquesta 
“notificació d'arribada”
Status 1..1 Informa sobre l'estat de TheraTEST
Taula 5: Estructura missatge Status
 3.3.6. Observation
És  enviat  sense  petició  per  part  de  TheraPOC.  Aquest  missatge  és 
l'encarregat de notificar els resultats del bioassaig a TheraPOC.
S'espera un ACK de resposta.
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Objecte Cardinalitat Comentaris
Header 1..1 Obligatori  en  tots  els  missatges.  Identifica  el 
missatge dins la comunicació
Cartridge 1..1 Informació sobre el cartutx inserit
Service 1..1 Informació  sobre  l'assaig  actual.  Conté  també 
els resultats.
Taula 6: Estructura missatge Observation
 3.3.7. Directive
Es rebut quan l'usuari sol·licita alguna acció a TheraTEST. Actualment, 
l'objecte  Directive  només  és  capaç  de sol·licitar  l'inici  del  bioassaig,  però per 
possibles  ampliacions,  no es descarten altres accions  com un auto-testejat,  per 
exemple.
TheraTEST respon amb un ACK.
Objecte Cardinalitat Comentaris
Header 1..1 Obligatori  en  tots  els  missatges.  Identifica  el 
missatge dins la comunicació
Directive 1..1 Informació sobre l'acció que l'usuari sol·licita
Taula 7: Estructura missatge Directive
 3.3.8. Termination
És el missatge utilitzat per sol·licitar una cancel·lació del bioassaig o per 
notificar un error greu en l'execució del bioassaig. Així doncs, aquest missatge tan 
pot ser enviat com rebut per TheraTEST.
Necessita ser respost amb el seu ACK corresponent.
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Objecte Cardinalitat Comentaris
Header 1..1 Obligatori  en  tots  els  missatges.  Identifica  el 
missatge dins la comunicació
Terminate 1..1 Conté informació sobre la finalització de l'assaig
Taula 8: Estructura missatge Termination
 3.3.9. Comentaris
L'estructura dels missatge està més dissenyada pensant amb el disseny 
final de l'instrument que amb el prototip que estem programant.
En  el  prototip  comercial,  l'instrument  portarà  un  lector  de  proximitat 
RFID o bé de codi de barres, que serà usat per identificar el xip introduït. Aquest 
ID  únic  serà  l'atribut  d'alguns  objectes  de  missatges  com  l'Observation  que 
relacionarà xip – resultats.
En  aquesta  versió,  els  atributs  no  són  requisits  funcionals,  sinó  que 
simplement ens centrarem en que l'intercanvi de missatges sigui el definit, deixant 
de banda els valors dels atributs dels objectes que els componen.
 3.4. Estats de l'aplicació
Podem definir la nostra aplicació com una senzilla màquina d'estats on el 
major temps de l'execució es reparteix en dos estats: in_assay i stand_by.
La  Il·lustració 14 mostra els  estats  d'aquesta màquina i  les transicions 
entre ells.
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initializing: un cop l'aplicació és executada, envia un missatge de Hello a 
TheraPOC  i  espera  la  resposta.  Fins  que  el  corresponen  Hello  no  és  rebut, 
l'aplicació està en estat initializing.
system_check:  l'aplicació intenta connectar amb tots els perifèrics i, si 
algun no respon o no hi pot establir connexió, passa a l'estat system_error.
stand_by: l'aplicació està llesta per començar un anàlisi i resta en aquest 
estat fins que l'ordre d'inici d'assaig o l'apagat del sistema arribi
in_assay: mentre  l'aplicació  està  reproduint  un bioassaig  es  manté  en 
aquest estat. Dins aquest estat hi ha tants subestats com steps té l'experiment, que 
són executats seqüencialment. Un cop s'ha executat tota la seqüència de passos o 
bé l'usuari cancel·la l'execució del bioassaig, tornem a l'estat stand_by
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Il·lustració 14: Diagrama d'estats
shutting_down: en aquest estat es tanquen totes les connexions amb els 
perifèrics  i  es  deixen totes  les  vàlvules  i  actuadors  en  repòs  per  seguidament 
acabar  l'execució  de  l'aplicació.  S'arriba  aquí  quan  hi  ha  un  error  durant  el 
system_check.
 3.5. Casos d'ús
La nostra aplicació TheraTEST tal sols té un sol usuari com especifica el 
requisit  FT16 (pàgina  30) i aquest tan sols pot iniciar i cancel·lar l'execució del 
bioassaig. Per tant, els nostres casos d'ús ens queden molt reduïts:
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Il·lustració 15: Casos d'ús
 3.6. Classes de l'aplicació
Un cop estudiats  els requisits, dispositius, connectivitat  entre ells,  etc. 
hem  dissenyat  el  programa  amb  un  conjunt  de  classes  que  ens  ajudaran  a 
encapsular  les  operacions  segons  la  seva  naturalesa  (vegi's  Il·lustració  16:
Diagrama de classes, pàgina 75)
A continuació es llisten el conjunt de classes que hem desenvolupat i els 
seus mètodes públic explicats breument.
 3.6.1. AutoTest
És una agregació de la  classe  Device i  encapsula totes les operacions 
automàtiques com pot ser l'embragatge de vàlvules giratòries.
void grabValves ( )
Connecta les vàlvules giratòries amb la interfície física de l'instrument.
bool initialTestPressure ( )
Comprova, una per una, si alguna de les vàlvules pneumàtiques perd pressió. 
Retorna:
false. si alguna vàlvula ha perdut pressió
true altrament.
 3.6.2. Communication
Es responsable de la comunicació TCP-IP amb TheraPOC i de gestionar 
l'enviament i recepció dels ACKs. Tots els enviaments de missatges que l'aplicació 
necessiti fer, es faran a través dels seus mètodes.
Communication ( )
Constructor per defecte
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Inicia  la  comunicació  amb TheraPOC intercanviant  els  missatges  pertinents  i 
crea els threads necessaris per gestionar l'enviament i recepció de paquets.
void sendTermination (reason : TerminateReason, note : String)
Envia  un  missatge  Termination  a  través  de  la  comunicació  inicialitzada 
prèviament.
Paràmetres
reason  :  raó  de  finalització  de  l'execució  definida  per  la  classe 
TerminateReason
note : missatge personalitzat que es vol enviar a TheraPOC
void sendObservation (result1 : double, result2 : double, 
result3 : double, result4 : double)
Envia  un  missatge  Observation  a  través  de  la  comunicació  inicialitzada 
prèviament.
Paràmetres
result1 : resultat de l'anàlisi d'imatge del canal 1
result2 : resultat de l'anàlisi d'imatge del canal 2
result3 : resultat de l'anàlisi d'imatge del canal 3
result4 : resultat de l'anàlisi d'imatge del canal 4
void sendStatus ( )
Envia un missatge  Status  a través  de la comunicació inicialitzada prèviament 
amb l'estat actual del dispositiu.
 3.6.3. Configurations
Aquesta classe no conté mètodes. Simplement conté un conjunt d'atributs  
públics que defineixen la configuració de l'aplicació. Aquests atributs poden ser  
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des del directori on s'han de buscar els scripts dels Pololu, fins a tots els steps  
que conformen l'experiment.
 3.6.4. Device
Gestiona la comunicació amb tots els perifèrics de l'instrument (càmera, 
escalfadors, etc.) i implementa les operacions per actuar amb ells. Quan un objecte 
Step és executat, es crida el mètode de Device corresponent, qui interactua amb els 
perifèrics.
Device ( )
Constructor per defecte
Inicialitza una instància de Device amb el seu estat a Initializing
void connect()
Inicia totes les comunicacions amb els dispositius. En cas d'algun error durant la 
inicialització, envia el corresponent missatge a TheraPOC i l'instrument passa en 
estat Shutting Down com es mostra a la Il·lustració 14 a l'apartat 3.4 - Estats de
l'aplicació (vegi's pàgina 57)
void InitializeDevice ( )
Col·loca  tots els  dispositius  en  el  seu  estat  inicial:  vàlvules  giratòries, 
pneumàtiques, apaga el làser si escau, inicialització de bomba... Aquest mètode 
encapsula en una sola funció les crides d'inicialització individual dels canals i 
perifèrics que es descriuen en el requadre corresponent.
void setStatusDevice (newStatus : InstrumentStatus)
Estableix un nou estat pel dispositiu. Quan hi ha un canvi d'estat, aquest membre 
crida implícitament SendStatus de Communication per notificar-ho a TheraPOC
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InstrumentStatus getStatusDevice ( )
Recupera l'estat actual del dispositiu
int getPressure ( )
Retorna el valor llegit pel sensor de pressió
void laserOn ( )
Engega el làser
void laserOff ( )
Apaga el làser
void magnetUp ( )
Puja l'imant fins davant el xip
void magnetDown ( )
Baixa l'imant a fi de treure el xip del seu camp magnètic
void initializeValves ( )
Inicialitza la posició de les quatre vàlvules giratòries per establir-les totes a un 
punt conegut.
void initializePneumatics ( )
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Col·loca totes les vàlvules pneumàtiques en el seu estat per defecte (tancat)
void initializePump ( )
Inicialitza la bomba pneumàtica enviant la comanda corresponent a la bomba a 
través de la placa Pololu
void pumpRunScript (step : stepPump & )
Executa un step de bomba
Paràmetres
step  [in/out]  :  descriu  els  paràmetres  d'execució  de  l'step  i  actualitza 
alguns dels seus atributs com a sortida per informar com ha acabat l'execució de 
l'step. 
Per més informació el paràmetre, vegi's 3.6.8.2 - stepPump (pàgina 69)
void openPneumatic (step : stepPneumatic)
Obri  les  vàlvules pneumàtiques  que indica l'step.  En realitat  es  tracta  en dos 
passos:  tanca  totes  les  vàlvules amb  el  mètode  initializePneumatics  i 
seguidament obri les indicades per step. Noti's que si step no indica cap vàlvula 
totes queden tancades.
Paràmetres
step : enumera les vàlvules que s'han d'obrir
Per més informació sobre el  paràmetre,  vegi's  3.6.8.1 -  stepPneumatic 
(pàgina 69)
void takePhoto ( )
Captura les fotografies necessàries per el posterior anàlisi d'imatge i ho guarda 
dins el directori indicat en el requeriment FT18
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void setValves (step : stepValve)
Col·loca les vàlvules giratòries en la posició indicada per step
Paràmetres
step : conté la informació referent a la posició de cada vàlvula
Per més informació sobre el paràmetre, vegi's 3.6.8.5 - stepValve (pàgina 
72)
void setTemperatures (step : stepHeater) : void
Configura  el  PID  de  la  controladora  de  Peltier  per  a  que  assoleixi  les 
temperatures indicades pel paràmetre
Paràmetres
step  :  conté  informació  referent  a  les  temperatures  a  la  qual  es  vol 
configurar cada placa d'efecte Peltier
Per  més  informació  sobre  el  paràmetre,  vegi's  3.6.8.6 -  stepHeater 
(pàgina 72)
 3.6.5. Experiment
Gestiona l'execució de l'experiment. Un experiment no és més que un 
conjunt d'Steps. Aquests steps estan definits dins la classe Configurations
Experiment ( )
Contructor per defecte
Crea un nou experiment i inicialitza tots els seus atributs.
String getExperimentID ( )
Retorna l'identificador de l'experiment.
bool isRunning ( )
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Indica si un experiment està sent executat o no
int getProgress ( )
Retorna tant per cent d'experiment completat. Aquest percentatge es calcula amb 
el nombre d'steps completats sobre el total a completar, sense tenir en compte el 
temps que dura cada un.
String getStepName ( )
Retorna el nom de l'step que està sent executat
void start ( )
Inicia l'execució de l'experiment. Això provoca un canvi d'estat que es notificat a 
TheraPOC implícitament a través de la classe Communitacion
void abort ( )
Avorta l'execució de l'experiment i reinicialitza l'instrument a fi que quedi llest 
pel pròxim assaig.
 3.6.6. Logger
Els  mètodes  d'aquesta  classe  poden ser  cridats  des  de  qualsevol  altre 
mètode de l'aplicació per enregistrar en el log algun missatge.
Els missatges que si li envien són mostrats pel canal estàndard de sortida 
i guardats en el fitxer de log. La creació, obertura i tancament dels fitxers de log 
són gestionats per aquesta classe.
void newExperimentLog (experimentNum : String)
Crea un nou arxiu de log per l'experiment número experimentNum.
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L'arxiu és creat tal com estableix el requisit FT17 (pàgina 30)
void finishExperiment ( )
Acaba d'escriure i tanca el log obert actualment.
void print (message : String)
Imprimeix pel canal estàndard de sortida la cadena  message  i,  amés, si hi ha 
algun  experiment  en  execució,  aquest  missatge  és  inclòs  també  en  el  log 
corresponent.
 3.6.7. Result
Aquesta  classe  és  l'encarregada  de  llegir  els  valor  obtinguts  del 
processament  d'imatge,  analitzar-los  i  enviar  els  resultats  a  TheraPOC amb el 
missatge corresponent a través de la classe Communication.
Result ( )
Contructor per defecte
void prepare ( )
Analitza amb l'script de ImageJ les imatges capturades per l'instrument i guarda 
temporalment el resultat com a atributs de l'objecte.
void send ( )
Envia  els  resultats  a  TheraPOC a través  de  Communication.  Abans de cridar 
aquest mètodes és necessari cridar  prepare( ), altrament és genera en el log un 
warning indicant que no ha estat cridat i que per tants els resultats tenen totes les 
opcions de ser incorrectes.
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 3.6.8. Step
Conté  informació  sobre  un  dels  passos  que  conformen  l'experiment. 
Conté el nom del pas així com la lògica per executar-lo.
Step és una classe abstracte del qual hereten els tipus d'step com pot ser 
un  stepPneumatic,  stepPump,  stepHeater,  etc.  Cada  un  d'ells  sobreescriurà  la 
lògica d'execució cridant els mètodes de Device corresponents i passant-se a ells 
mateixos com a paràmetre.
Step ( )
Constructor per defecte
Instancia  un  nou  objecte  step.  Noti's  que  no  té  sentit  instanciar  un  objecte 
d'aquest tipus sense especialització en la definició del nostre experiment ja que 
no disposa de lògica d'execució.
String getName ( )
Retorna el nom de l'step. Aquest nom es pot definir en la construcció d'alguna 
especificació de Step. Es recomanable introduir-hi un nom explicatiu ja que és el 
nom que visualitza l'usuari a través de TheraPOC com a feedback del que està 
executant l'instrument en aquest moment.
Si es consulta getName d'un step que s'ha construït amb una constructora sense 
nom, el nom per defecte és not defined
virtual void execute ( )
Aquesta funció es sobreescrita per cada cada classe especialitzada d'Step  on es 
defineix la lògica d'execució en cada cas.
A continuació es detallen les classes derivades de la classe Step. Cada 
una de les següents classes, per cada atribut, hi ha un  getter  i un  setter  que no 
s'han inclòs en la següent descripció dels mètodes públic per la seva trivialitat 
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però que són necessàries per accedir-hi quan els objectes d'aquestes classes són 
passats a mètodes de la classe Device  per la seva execució.
 3.6.8.1. stepPneumatic
És  una  especialització  de  l'step  que  obri  les  vàlvules  pneumàtiques 
indicades quan és executat. Conté l'atribut:
• openPneumatics  :  PneumaticID[] :  conjunt  de  vàlvules 
pneumàtiques que han de ser obertes. Noti's que si openPneumatics 
és null totes les vàlvules queden tancades.
Mètodes especialitzats
stepPneumatic (pneumatic : PneumaticID)
Indica la vàlvula pneumàtica a obrir quan l'step és executat
Paràmetre
pneumatic :  identificador de la vàlvula que es desitja obrir. La resta de 
vàlvules es tanquen.
stepPneumatic (pneumatics : PneumaticID[ ] )
Indica el conjunt de vàlvules pneumàtiques a obrir quan l'step és executat.
Paràmetre
pneumatics  :  conjunt  d'identificadors  de  les  vàlvules  que  es  desitgen 
obrir. La resta de vàlvules es tanquen. Si pneumatic és null, no s'obri cap vàlvula, 
totes queden tancades.
 3.6.8.2. stepPump
Defineix els paràmetres d'execució de l'script de Pololu que controla la 
bomba  (de  fet,  pot  executar  qualsevol  script  Pololu,  ja  que  els  que  envien 
comandes a la bomba no deixen de ser un subconjunt d'aquests).
Conté els següents atributs privats:
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• pumpScriptFile:  nom  (sense  extensió)  de  l'arxiu  que  es  vol 
executar des del controlador Pololu on hi ha la bomba connectada. 
Aquests  script  són  buscats  en  el  directori  indicat  per  la  classe 
Configurations (pàgina 61)
• restartPumpAfterScript:  indica si, un cop acabada l'execució, la 
bomba necessita ser reinicialitzada. Pren valor false per defecte
• pumpTimeout:  indica  el  temps  màxim  en  ms  que  pot  durar 
l'execució. Si en aquest temps l'execució no ha acabat, es força la 
finalització i reinicialització de la bomba. Per defecte pren el valor 
de 60000ms
• timeOutReached: un cop l'execució de la bomba ha acabat es pot 
consultar  aquest  atribut  per  saber  si  l'execució  ha  acabat 
correctament o bé s'ha arribat al timeout.
Mètodes especialitzats
stepPump (scriptFile : String, restartAfterScript : bool, pumpTimeOut : int)
Instancia un objecte amb les següents configuracions d'execució de l'script
Paràmetres
scriptFile :  nom (sense extensió) de l'arxiu que es vol executar des del 
controlador Pololu on hi ha la bomba connectada.
restartAfterScript  [opcional]:  en  alguns  casos  ens  pot  interessar 
reiniciar  la  bomba  quan l'script  hagi  acabat.  Aquest  paràmetre  ho  indica.  És 
opcional i, per defecte, agafa valor false
pumpTimeOut [opcional] : temps màxim permès d'execució en ms. Per 
defecte: 60000ms
stepPump (stepName : String, scriptFile : String, 
restartAfterScript : bool, pumpTimeOut : int)
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Instancia un objecte amb les següents configuracions d'execució de l'script tal 
com  la  constructora  anterior  només  que  aquesta  permet  assignar-li  un  nom 
descriptiu per informar a la interfície d'usuari (TheraPOC).
bool isTimeOutReached ( )
Un cop acabada l'execució d'un script, aquest mètode ens permet obtenir l'atribut 
que indica si l'execució ha sigut avortada pel timeOut o finalitzada correctament.
bool hasToRestartAfterFinish ( )
Consulta si l'step en qüestió necessita reiniciar la bomba quan l'execució hagi 
acabat.
 3.6.8.3. stepPause
Aquesta especialització d'step no és més que una pausa. No hi ha cap 
tipus d'interacció amb cap dispositiu de l'instrument fins que aquest step no ha 
acabat.
Mètodes especialitzats
stepPause (miliseconds : int )
Constructora indicant els milisegons de pausa que volem
stepPause (name : String, miliseconds : int )
Constructora assignant un nom a l'step i els milisegons de pausa
 3.6.8.4. stepPhoto
Aquesta  classe  no  presenta  cap  mètode  especialitzat  més  que  la 
sobrecàrrega del mètode execute() que s'encarrega de fotografia la mostra.
En aquesta operació s'hi encapsula tota la configuració com la roda de 
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filtres, temps d'exposició, etc.
 3.6.8.5. stepValve
Els objectes de la classe stepValve contenen la configuració de posició de 
cada vàlvula giratòria i la lògica per col·locar-les-hi.
Mètodes especialitzats
stepValve(valve1 : PositionValve1, valve2 : PositionValve2,
valve3 : PositionValve3, valve4 : PositionValve4)
Estableix la posició de les quatre vàlvules giratòries.
stepValve(name : String, 
valve1 : PositionValve1, valve2 : PositionValve2,
valve3 : PositionValve3, valve4 : PositionValve4)
Aquesta constructora, a més, permet assignar un nom descriptiu a l'step.
 3.6.8.6. stepHeater
Encapsula les temperatures desitjades per cada placa Peltier. L'execució 
d'aquest  objecte  envia la  telemetria  corresponent  al  controlador  de les  plaques 
termoelèctriques.
Mètodes especialitzats
stepHeater(tPeltier1 : int, tPeltier2 : int)
Instancia un nou objecte amb les dues temperatures desitjades:
Paràmetres
• tPeltier1  :  temperatura  en  ºC  a  la  que  es  desitja  regular  la  placa 
termoelèctrica número 1. Si tPeltier1 = 0, la placa número 1 passa a estar 
innactiva.
• tPeltier2 :  temperatura  en  ºC  a  la  que  es  desitja  regular  la  placa 
termoelèctrica número 2. Si tPeltier2 = 0, la placa número 2 passa a estar 
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innactiva.
 3.6.8.7. stepResult
Aquesta classe s'ha creat per poder incloure el càlcul i enviament dels 
resultats  com  un  step  més  de  l'experiment  per  facilitar  la  coherència  en  la 
programació així com per notificar a l'usuari a través de TheraPOC en quina etapa 
de l'experiment ens trobem.
No té mètodes especialitzats més que la sobrecàrrega del mètode virtual 
execute() que no fa res més que analitzar la imatge guardades per l'step stepPhoto 
i enviar els resultats a través de la classe Communication.
 3.6.9. Altres classes
A més, contam amb algunes classe enumeratives que ens defineixen les vàlvules 
giratòries i les seves possibles posicions; com les vàlvules pneumàtiques:
PneumaticID
Cada vàlvula pneumàtica està associada a un canal de sortida de la 
placa  controladora  Pololu.  Aquesta  enumeració  ens  relaciona  el 
nom de cada vàlvula amb el canal corresponent.
ValveID
Anàlogament a l'enumeració PneumaticID necessitem relacionar el 
nom de la vàlvula giratòria amb el canal Pololu corresponent.
PositionValve1
Enumera les possibles posicions que pot tenir la vàlvula 1 amb els 
valor que ha d'agafar el canal de sortida per establir tal posició.
El  mateix  es  repeteix  per  les  enumeracions  PositionValve2, 
PositionValve3 i PositionValve4
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Finalment, disposem d'algunes classes per la generació, recepció i enviament de 
missatges a nivell de sockets que han sigut desenvolupades per un tercer equip de 
treball. Aquestes classes apareixen de color verd en el diagrama de la Il·lustració
16 encara que no entrarem a detallar.
A continuació  s'adjunta  un  diagrama  que  representa  les  relacions  d'aquestes 
classes entre elles.  Dintre  de cada classe desenvolupada hi apareix la llista de 
mètodes públics que implementa i que descriurem breument.
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Il·lustració 16: Diagrama de classes
 3.7. Tecnologia
L'aplicació  TheraTEST s'ha  desenvolupat  en  un  entorn  de  treball  de 
WindowsXP i amb l'entorn de desenvolupament Visual Studio 2010.
El llenguatge utilitzat per desenvolupar les llibreries ha sigut C++ mentre 
que hem utilitzat C# per la resta.
L'ús de dos llenguatges diferents ve donat per la correcta integració de les 
llibreries de terceres parts. Les llibreries de comunicació amb TheraPOC van ser 
desenvolupades en C# per un tercer equip de treball. Per tant la utilització de C# 
per desenvolupar TheraTEST era del tot justificada per una millor integració amb 
la llibreria de comunicació.
Les llibreries que els  fabricants dels components posaven a disposició 
dels desenvolupadors, en canvi, estaven desenvolupades en C o C++ estàndard. 
Això ens impossibilitava usar aquestes llibreries en un llenguatge com és el C# 
que treballa amb una infraestructura de llenguatge comú (CLI, per les sigles en 
anglès)[7].  Per  tant  vam  implementar  una  capa  intermitja  en  C++  managed 
(convertit  a CLR pel  precompilador  de Microsoft)  que ens encapsulés algunes 
crides i cridés directament el codi binari de les llibreries originals.
Així  doncs,  pel  fet  de  TheraTEST estar  desenvolupat  amb llenguatge 
pertanyents  al  Framework  .NET  de  Microsoft,  el  Mini-PC  del  que  disposa 
l'instrument haurà de tenir  instal·lada la  versió 4 del framework d'execució de 
.NET.
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Capítol 4. L'anàlisi d'imatge
Un cop ha finalitzat el bioassaig ens queda el pas potser més important, 
sense el qual tots els passos anteriors per aconseguir una mostra fotoreflectant no 
tindrien causa de ser.
Es tracta d'analitzar la imatge obtinguda en l'últim pas del bioassaig i 
detectar els punts reflectants. De cada punt en traurem varis valors com poden ser 
l'àrea, la mitjana o la desviació estàndard dels valors d'intensitat de llum de cada 
un.
A partir d'aquest valor podrem quantificar la presència del patogen en la 
mostra i així ajudar el metge en el diagnòstic.
El  software  utilitzat  per  l'anàlisi  de  les  imatges  monocromàtiques 
obtingudes és l'ImageJ, un programa de domini public9 multiplataforma basat en 
Java desenvolupat pel  National Institutes of Health  dels Estats Units d'Amèrica. 
Disposa  d'un  potent  motor  pel  tractament  i  anàlisi  d'imatges  així  com  la 
possibilitat d'ampliar les seves funcionalitats amb la instal·lació de plugins [8].
ImageJ es pot usar a través d'interfície gràfica o bé a través de línia de 
comandes  executant  arxius  macro  que  contenen  les  operacions  que  volem 
9 ImageJ pot ser descarregat gratuïtament des de http://rsbweb.nih.gov/ij/
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executar seqüencialment. Nosaltres usarem la interfície gràfica per fer les proves, 
ajustar  els  paràmetres  òptims  per  la  detecció  i,  un  cop  els  hàgim  obtingut, 
codificarem  un  arxiu  macro  equivalent  a  tots  els  passos  que  hàgim  fet 
anteriorment a través de la GUI  que serà executat automàticament al final de cada 
bioassaig.
 4.1. Algoritme de la detecció
La idea general per aconseguir la detecció de les partícules és recórrer 
tota la imatge buscant un canvi brusc entre el valor d'un píxel i els seus contigus. 
Això suposaria haver trobat una vora de la partícula, on un píxel formaria part del 
fons (color negre) i l'altre formaria part ja de la partícula en qüestió (color blanc). 
Un cop trobat aquest primer píxel, es recorre tota la vora fent reconeixement dels 
píxels adjacents fins a haver recorregut tot el perímetre de la partícula. A partir 
d'aquí,  les  matemàtiques  ens  ajuden  a  definir  l'àrea  en  píxels  quadrats  de  la 
partícula, i totes les altres mesures que ens interessa obtenir.
Tot i la complexitat que ens suposaria programar aquest algoritme des de 
zero,  ImageJ ja implementa tots aquests algoritmes de tal forma que només ens 
cal saber quin, com i quan utilitzar cada un d'ells. 
A  continuació  entrarem  en  detall  de  l'algoritme  usat,  sempre  usant 
funcions de ImageJ ja implementades.
 4.1.1. Subtracció del fons
Al final de bioassaig es prenen dues fotografies: una amb el làser incidint 
sobre les partícules fotoreflectans i una altra amb el làser apagat. Aleshores, les 
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dues imatges són idèntiques excepte que una té partícules brillants i l'altra no. El 
primer pas serà extreure el fons i tota la “brutícia” que pot sortir a la fotografia ja 
sia perquè l'objectiu està brut, per reflexes en el metacrilat del xip, etc. Sobre la 
imatge obtinguda amb el làser engegat sostraurem la imatge amb el làser apagat. 
Així obtindrem una fotografia formada únicament per partícules i lliure de brutícia 
i impureses que puguin condicionar el tractament de la imatge.
Idealment, i sobretot en l'instrument final, la imatge amb làser i la resta 
de les dues seria molt semblant ja que estarà aïllat de terceres llums i per tant la 
fotografia “de fons” seria “més” negre que les que tenim actualment. Així i tot 
s'ha de tenir en compte que el prototip amb el qual estem treballant no està aïllat  
de la llum ambient, per tant hi pot haver reflexos indesitjats, fons “no negre” i 
reflexió per part de les partícules inclús amb el làser apagat. Per això aquest pas, 
que potser es podria ometre en l'instrument final, no es pot passar per alt amb 
l'etapa de desenvolupament d'instrument a la qual ens trobem.
En la  Il·lustració 17 es pot veure la diferència de les fotografies preses 
amb làser o sense. Noti's algunes taques d'impureses i la reflexió de les partícules 
sense llum làser
Tot i que la imatge de l'esquerra és pràcticament tota negre, els valor que 
es poden llegir en aquests píxels amb ImageJ no ens indiquen el mateix que ens 
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Il·lustració 17: Mateixa regió d'una mostra amb el làser apagat (esquerra) i engegat (dreta)
indica la vista en aquest cas.
 4.1.2. Resta de la mitjana
El pas 4.1.3. és qui dóna sentit a l'operació de restar la mitjana a tots els 
píxels. Vegi's el següent apartat juntament amb l'explicació de la subtracció de la 
mitjana.
 4.1.3. Threshold
Com hem dit anteriorment, el que buscam és un canvi de “blanc a negre” 
en píxels adjacents per trobar la vora de la partícula. Per això, ens cal una imatge 
binària, és a dir, que cada píxel és o bé blanc, o bé negre. Per això aplicam un 
threshold a la imatge.
Quan definim un threshold  (llindar) establim un valor màxim i mínim, 
tal que els píxels amb valor continguts entre aquest interval passen a ser píxels 
negres, i els que es troben fora del llindar passen a ser blanc [9]. Tot i que l'usuari 
pot  definir  fer-ho  a  la  inversa  (blanc  si  està  dins  el  llindar,  negre  altrament) 
nosaltres ho farem del mode explicat.
Aquesta explicació de threshold s'aplica a imatges en blanc i negre. Per 
imatges en color és una mica més complexe ja que són imatges formades per tres 
canals (RGB, vermell, verd i blau) i això ens exigiria aplicar un llindar per cada 
canal.  Ja que la nostra imatge és precisament monocanal,  no entrarem en més 
detall en el threshold de color.
El  problema que ens podríem trobar  és que no sabem quin és  aquest 
llindar que hem de fixar per determinar si un píxel haurà de ser blanc o negre. Per 
això es resta la mitjana a tots els píxels. Un cop fet això, els píxels que no eren 
reflectants (quasi negres) i li hem restat la mitjana de la fotografia seran encara 
“més negres” o negres completament. I, pel contrari, els punts més brillants quasi 
no hauran canviat el valor ja que la mitjana és un valor prou baix degut a la gran 
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quantitat de píxels negres que es troben en la fotografia.
Ara sí podem estimar un interval a partir del qual podrem dir “negre o 
blanc”. Aquest interval serà entre 0 i la mitjana que havíem calculat prèviament. 
Píxels  amb  valors  més  alts  de  la  mitjana  s'entendran  com  píxels  que  estan 
reflectant  el  làser,  mentre  que  píxels  amb  valors  inferiors  a  la  mitjana  es 
consideraran píxels de fons tal i com mostra la Il·lustració 18
Noti's en la Il·lustració 19 la diferència aplicant el threshold entre 0 i la 
mitjana  (120)  sense  abans  haver-la  restada  (esquerra)  i  aplicant-ho  després 
d'haver-la restada (dreta).
Es pot veure que la imatge de la dreta té més acotades les partícules en 
qüestió tot i que encara hi apareix alguna impuresa.
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Il·lustració 18: Threshold aplicat entre 0 i la mitjana (120) un cop aquesta ha estat restada a la  
imatge original
Il·lustració 19: Threshold entre 0 i el valor mitjà sense restar-lo (esquerre) i havent-lo restat  
(dreta).
 4.1.4. Detecció de vores
Abans de procedir a la detecció de les vores s'ha convertit la imatge a 
8bits un altre cop, ja que el pas anterior ens l'havia deixada de forma binària. És 
un pas trivial que crec que no es mereix més menció que aquesta.
Per detectar les vores s'utilitza l'operador de Sobel, molt conegut en el 
món del tractament d'imatges i que ImageJ ja implementa.
Perquè el lector se'n pugui fer una idea en termes generals i per no entrar 
en  detall  ja  que  no  és  l'objectiu  d'aquest  projecte,  és  un  operador  diferencial 
discret que aproxima el gradient d'intensitat d'una imatge [10]. Per cada punt de la 
imatge obtenim un vector gradient i la seva norma. Aquest vector apunta en la 
direcció on el canvi d'intensitat és més brusc i la seva norma és major com més 
brusc és aquest canvi.
Així  doncs,  tenint  en  compte  que  en  el  nostre  cas  tenim una  imatge 
estrictament de dos colors, a cada punt de la imatge o bé tindrem un vector de 
norma zero (no hi ha canvi d'intensitat) o bé un vector perpendicular a la vora de 
la partícula ja que, com hem dit, aquest vector sempre apunta cap al diferencial 
màxim d'intensitat.
 4.1.5. Tractament de les dades
Arribats  a  aquest  punt  ja  tenim informació  de  les  coordenades  on  es 
localitzen les partícules sobre la imatge. 
Hi  ha  dues  formes  de  tractar  aquesta  informació:  extreure  les 
coordenades  x  i  y  del  centre  de  la  partícula  i  analitzar  els  valor  dels  píxels 
equidistants uns certs píxels sobre la imatge real. És el que s'anomena anàlisi de 
centroides. Una altra alternativa, que és per la que hem optat nosaltres, és analitzar 
els  píxels  que formen part  de la  partícula  tal  i  com s'han detectat  en l'anàlisi 
anterior, i no fent una aproximació de la mida de la partícula com faríem en el cas  
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dels centroides. Això sí, tan sols agafem les partícules l'àrea de les quals estigui 
dins un interval que hem definit.
Així doncs, un cop coneguts els punts de la imatge que formen part d'una 
partícula, analitzarem aquestes zones sobre la imatge original obtenint els valors 
reals d'intensitat que s'ha capturat.
 4.1.6. Emmagatzematge i enviament de dades
Totes les dades que obtenim amb ImageJ són guardades en un arxiu CVS 
fins el directori de l'experiment en curs.
Aquestes  dates  són  processades  per  la  classe  Result  de  TheraTEST i 
enviades posteriorment a TheraPOC amb el missatge Observation corresponent.
 4.1.7. Comentaris
A  hores  d'ara  aquest  script  només  ha  donat  els  resultats  esperats 
analitzant  fotografies  capturades  en laboratoris  d'alt  rendiment.  Encara no s'ha 
pogut integrar completament a l'instrument degut a una falta de sensibilitat dels 
instruments.
En  aquests  moments  encara  no  som  capaços  de  diferenciar,  per  la 
intensitat de llum, si una reflexió és degut a una partícula auto-florescent o bé és 
un fals positiu.
Per una altra part, un cop l'script estigui integrat dins l'instrument, d'una 
mateixa imatge crearem quatre imatges, regions de la primera. Aquestes regions 
són els quatre canals diferents del que disposa el xip i que ens permet detectar 
diferents patologies a cada un dels canals.
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En la Il·lustració 20 es 
pot  veure ressaltat  en vermell 
una d'aquestes regions que en 
la versió final es guardarà com 
una imatge i serà analitzada de 
forma independent.
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Il·lustració 20: Els quatre canals de captura. Cada 
canal serà analitzat de forma independent per poder  
detectar, amb el mateix assaig, més d'una patologia.
Capítol 5. Proves i depuració
El procés de depuració consisteix en comprovar que l'aplicació creada 
cobreix al 100% els requisits especificats i que l'execució és correcta. Una de les 
tècniques  per  realitzar  les  proves  és  provar  cada  mòdul  per  separat  i,  un  cop 
comprovat que tot funciona,  provar-ho en conjunt. Ara bé, el  nostre procés de 
depuració ha sigut molt més costós del que pot semblar en un principi. 
Treballar  amb  una  màquina  física  comporta  depurar  “físicament”  el 
programa. Amb això em refereixo a que cada simple script de bomba s'ha hagut de 
provar individualment i, en cas d'error, tornar a començar el procés. Aquí no hi ha 
punts d'interrupció.
Per altra banda, el fet que les proves consisteixen en fer passar fluids per 
uns  canals  molt  estrets,  quan  algun  d'aquestes  proves  fallava,  podien  quedar 
algunes gotes de liquid enmig del canal, cosa que ens impossibilitava reprogramar 
l'script i tornar-ho a provar immediatament ja que calia fer netes aquestes gotes 
per no interferir amb la lectura dels detectors de pas o de pressió.
Si bé és cert que el problema de les gotes no és un problema estrictament 
de  software,  moltes  vegades  era  causat  per  culpa  d'una  mala  programació  de 
l'script,  que  alliberava  de  forma  brusca  la  pressió  (causant  una  ruptura  de  la 
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mostra) i, per tant, indirectament, era un problema de software que necessitava ser 
depurat.
Altres problemes mecànics, com pot ser la pèrdua de pressió a través de 
les juntes tòriques, ens han destorbat en el procés final de depuració, cosa que en 
la estimació inicial no vam saber tenir en compte en la mesura correcta.
El procés de depuració doncs, el podem dividir en dues parts:
• Depuració de les classes i mètodes: ha consistit en executar d'una forma o 
altra tot i cada un dels mètodes que componen les classes. Alguns mètodes 
s'han cridat quan no es podia per comprovar el tractament d'errors, com 
pot  ser  intentar  moure  un  servo  sense  que  el  respectiu  controlador  no 
estigui connectat a l'USB o enviar un ACK sense que aquest sigui esperat.
Això  ens  ha  servit  per  comprovar  la  lògica  del  programa  en  si  i  la 
programació dels seus mètodes.
• Depuració dels scripts de fluídica: ha consistit en provar individualment 
els script que són executats autònomament pel controlador Pololu i que 
controlen la fluídica. Tots aquests script són parts processos individuals i 
separables d'un tot que és el bioassaig que ens permetrà obtenir partícules 
autoflorescents.
Pels  problemes mecànics  i  de fluídics exposats  anteriorment,  aquest  ha 
sigut la part de la depuració que ens ha ocupat més temps.
En conclusió, podem dir que el programa en si està depurat i funcionant. 
No és cap problema afegir un nou step a l'experiment, canviar paràmetres estàtics 
de configuració com la posició d'alguna vàlvula o canviar l'script de la bomba 
associat a un step. A més totes les excepcions són tractades correctament. En la 
Il·lustració 21 podem veure l'entorn i els accessoris utilitzats durant la depuració 
dels  scripts  de fluídica:  líquid  colorat,  pipetes  per  introduir  el  líquid  al  canal, 
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xeringues per simular manualment la bomba de pressió...
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Il·lustració 21: Entorn de depuració durant la depuració dels scripts de fluídica
Capítol 6. Resultats
Els resultats presentats tot seguit són resultats sobre mostres obtingudes 
en un banc òptic d'alt rendiment i pretenen demostrar la possibilitat real  de la 
detecció de partícules autoflorescents en una imatge.
En el moment que es faci l'anàlisi d'imatges de mostres obtingudes dins 
l'instrument aquests valors poden ser diferents, però no l'algoritme d'anàlisi que, 
en ànima, serà el mateix.
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Taula 9: Resultats experimentals de 10 mostres amb partícules  
autoflorescents
Sample1 185 92,562 34269,895
Sample2 148 82,196 32499,856
Sample3 189 76,190 31159,105
Sample4 195 86,467 33566,684
Sample5 174 75,420 33144,643
Sample6 232 74,095 34135,928
Sample7 159 80,327 33193,941
Sample8 159 81,686 32844,684
Sample9 222 96,757 37718,498
Sample10 112 81,429 31292,951
Mitjana 177,5 82,713 33382,619
19,96% 8,89% 5,53%
Num. 
partícules Area Mean
StdDev
La  Taula  9 mostra  el  resultat  experimental  de  10  mostres.  S'hi 
resumeixen el nombre de partícules detectades en la mostra, l'àrea mitjana de les 
partícules d'aquesta mostra així com també la intensitat de llum mitjana.
La mitjana de l'àrea està bastant acotada ja que l'script d'anàlisi d'imatge 
estableix un màxim i mínim d'àrea per considerar la partícula com a apte per ser 
analitzada.
La mitjana de la intensitat, en canvi, és el paràmetre més significatiu ja 
que no està controlat de cap forma. La petita desviació estàndard ens confirma que 
la repetibilitat de l'anàlisi és possible i ens mostra que el valor 33.382 +/- 5% 
podria  ser  clarament  un  llindar  de  detecció  patològica  en  aquest  cas.  En  la 
Il·lustració 22 es pot veure gràficament l'aproximació de totes les mostres a aquest 
valor.
Les  mostres  analitzades  tenen  un  concentració  de  600  partícules  per 
microlitre  i  les  fotografies  s'han  preses  amb  1  segon  de  temps  d'exposició. 
Aquestes dades poden haver-se de tenir en compte de cara a la versió d'anàlisi de 
- 89 -
Il·lustració 22: Gràfic de repetibilitat
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mostres capturades dins els xip ja que aquests dos paràmetres podrien fer variar la 
intensitat de llum detectada.
Les imatges de les mostres Sample1-10 són adjuntades digitalment en el 
CD que acompanya aquesta memòria. Aquestes mostres es van guardar, en el seu 
moment, amb la sostracció del fons i de la mitjana ja feta. Per tant, si el lector vol 
repetir l'anàlisi, pot ometre aquests dos passos.
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Capítol 7. Conclusions
Des del punt de vista purament del software podem donar per satisfactori 
el desenvolupament de la versió d'acord amb la Especificació de requisits (vegi's 
pàgina  27) que  s'havien  definit  en  un  principi  tot  i  no  haver  complert  la 
planificació inicial per culpa, en gran part, del procés de depuració.
Ara bé, s'ha de dir que l'objectiu principal del projecte global europeu 
TheraEDGE és molt gran i ambiciós i que caldrà encara molt temps i esforç per 
poder comercialitzar l'instrument amb una tassa d'error acceptable. 
A hores d'ara, la sensibilitat del que disposen els instruments integrats en 
el dispositiu no és prou alta per detectar correctament les partícules. La reflexió de 
la llum, tot i ser molt més intensa en les partícules autoflorescents pensades per tal 
efecte, no és l'única reflexió que existeix dins la mostra. També hi ha reflexió en 
les partícules magnètiques de captura i, a hores d'ara, no es pot destriar clarament 
quina reflexió és cada una.
Per altra banda, les cadenes d'ADN que teòricament s'haurien d'ajuntar 
només  amb  les  cadenes  dels  patògens,  s'han  adonat  que  aleatòriament  també 
s'ajunten a altres cadenes que no haurien, cosa que encara afegeix més aleatorietat 
al procés. Tan un procés com altra necessitarà una depuració per part de l'equip de 
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biòlegs i òptics de l'equip TheraEDGE.
Per la part de l'instrument estem en un moment que alguns experiments 
com la fragmentació no s'han pogut integrar dins l'instrument ja que necessitem 
una sobrepressió dins el circuit del xip d'uns 2,5 - 3 mbars i no s'ha aconseguit 
segellar perfectament la interfície física xip-instrument.
Podem  concloure,  doncs,  que  el  projecte  aquí  present  baix  el  títol 
Detecció de patologies respiratòries a partir de fotografies monocromàtiques ha 
complert objectius ja que:
• per una part,  hem sigut capaços de reproduir el bioassaig dissenyat per 
l'equip de biòlegs per obtenir mostres que reaccionin a una certa longitud 
d'ona
• i,  per  altra  part,  som capaços de  fer  un anàlisi  numèric  d'imatges  amb 
partícules autoflorescents.
Ara bé, el fet de no ser capaços d'unificar-ho tot en un pel fet que els 
instruments no tinguin la sensibilitat  mínima necessària, que la interfície física 
perdi pressió per algunes connexions o que l'assaig no reaccioni amb la mostra tal 
i com s'esperava, està fora de l'abast d'aquest projecte i, en el moment que tot això 
estigui solucionat, no hi haurà impediment per tenir un bioassaig, una captura  i 
anàlisi d'imatge all-in-one.
 7.1. Planificació real
Com hem comentat anteriorment, el procés de depuració dels scripts de 
fluídica ens ha fet  sacrificar la planificació inicial  allargant-ne la finalització a 
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causa dels problemes físics de segellat xip-instrument.
Igualment, la documentació ha durat més pel previst, una part a causa del 
temps extra dedicat a la depuració dels scripts de fluídica i per altra a la tardança 
en començar-la, bastant més tard que la previsió inicial.
A la  Il·lustració 23,  que segueix a la  pàgina següent,  es pot veure un 
diagrama de Gantt de la realització real de cada una de les subtasques del projecte.
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Il·lustració 23: Planificació real del projecte
Activitat  Setembre
5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30
Reunió equip
Redefinició requisits
Anàlisi requisits
 Octubre
1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31
Reunió equip
Redefinició requisits
Anàlisi requisits
         Càmera
         Escalfadors
 Novembre
1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31
Reunió equip
Redefinició requisits
Anàlisi requisits
Documentació
Defensa del projecte
 Desembre
1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31
Documentació
Defensa del projecte
 Gener
1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31
Documentació
Preparació presentació
Defensa del projecte
Estudi de codi 
prototip per
reaprofitaments
Estudi de codi 
prototip per
reaprofitaments
Anàlisi connexió 
perifèrics
Millores controladors
de perifèrics
Disseny modular de
l'aplicació 
Implementació 
TheraTEST
Proves informàtiques i
mecàniques
Implementació 
TheraTEST
Proves informàtiques i
mecàniques
Prova i reajustament 
script anàlisi d'imatge
Proves informàtiques i
mecàniques
Prova i reajustament 
script anàlisi d'imatge
 7.2. Costos econòmics
A continuació  es  presenta  un  resum  de  la  despesa  econòmica  que 
suposaria el desenvolupament de l'aplicació TheraTEST, objecte d'aquest projecte:
La Taula 10 tan sol resumeix el que es anàlisi, disseny, implementació i 
depuració del software de la versió beta de l'aplicació.
Si,  apart,  es vol tenir  en compte el  temps dedicat en redactar  aquesta 
memòria com a documentació, ens ha costat 28 dies, amb una dedicació mitjana 
de 2 hores per dia. Això sumem 56 hores dedicades a documentació.
Noti's que el resum econòmic aquí present ha comptabilitzat tan sols les 
hores de l'estudiant dedicades a PFC com a despesa. Així doncs, aquest preu no és 
el preu real de l'instrument ja que hi ha hores d'enginyers mecànics construint-lo, 
hores de biòlegs perfilant el bioassaig i el preu dels perifèrics que en formen part 
que,  si el lector hi  està interessat, els pot trobar a les respectives pàgines dels 
fabricants.
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Tasca Hores Professional €/hora Cost
Anàlisi i especificació 80 Analista 60€/hora 4.800 €
Implementació TheraTEST 140 Programador 30€/hora 4.200 €
Proves software i fluídica 200 Tester 20€/hora 4.000 €
Implementació anàlisi imatge 20 Programador 30€/hora 600 €
TOTAL 440 13.600 €
Taula 10: Resum del cost econòmic de desenvolupament
 7.3. Valoració personal
Malgrat  la  frustració,  si  es  pot  dir  així,  de  veure  com  les  coses  no 
avancen per causes no estrictament de software, puc dir que ha sigut un projecte 
del més interessant. Tan des del punt de vista de dissenyar un software que en un 
principi  no  sabia  ni  per  on  agafar,  com per  treballar  amb  un  tema  tan  “poc 
informàtic” com és una detecció d'una patologia i ampliar els meus coneixements 
sobre la biologia molecular, que fins al moment eren pràcticament nuls.
Si bé és cert que tots els problemes físics com el segellat, que ens han 
retardat tant, semblen més problemes a resoldre per una enginyeria mecànica que 
no pas informàtica, des del meu punt de vista,  és igualment necessari poder o 
saber  resoldre  aquests  petits  problemes  mecànics  ja  que,  en  el  fons,  tan  una 
enginyeria com altra comparteixen la part més important: la enginyeria.
La possibilitat de treballar en un equip tan gran i multidisciplinari com 
aquest, tocant des de la enginyeria mecànica fins a la biologia molecular, m'ha 
sorprès positivament i potser m'ha donat una visió del potencial que pot tenir la 
informàtica en els pròxims anys en el món de la biologia.
A part d'això, i ja en termes de tot el projecte global TheraEDGE, viure 
en primera persona una revisió d'una comissió europea, revisant un projecte d'un 
pressupost de quasi 12 milions d'Euros, criticant-ne durament els punts que creien 
que  no  s'assolirien  i  el  to  seriós  que  es  respirava  dins  aquella  sala,  és  una 
experiència que mai oblidaré.
Durant  la  comissió  vaig  recordar  molts  cops  quan  estàvem  cursant 
PXCSO  a  la  facultat  amb  el  professor  Luís  Velasco.  Era  una  assignatura  de 
projecte on formàvem un equip de vuit estudiants, cada estudiant tenia un rol: 
comercial, cap de projecte, enginyer de sistemes, etc. i conjuntament defensàvem 
un projecte davant uns professors, amb un rols d'examinadors semblants als de la 
comissió  del  nostre  projecte  TheraEDGE.  Recordo  que  durant  les  contínues 
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reunions  per  veure  com evolucionava  el  projecte  de  PXCSO,  el  professor  es 
fixava i es qüestionava cada detall fins al punt que ho vaig trobar absurd: el preu 
de llicències del software que utilitzaríem, el color de l'aplicació, què passava a 
l'aplicació si durant l'execució passava la cosa més inversemblant possible...
Pocs  dies  després  de  la  revisió  de  la  comissió  del  programa  7th 
Framework  on està englobat TheraEDGE, vaig trobar el professor Luís Velasco 
pels passadissos de la facultat i no vaig poder-me estar de felicitar-lo pel rol que 
va aconseguir agafar durant l'assignatura. Aquell comissionat europeu es fixava i 
qüestionava un i cada un dels més mínims detalls.
Així doncs, arribats a aquest punt, puc dir que el desenvolupament de la 
versió beta de TheraTEST ha acabat amb un resultat més que acceptable, tant per 
la  experiència  personal  que  m'ha  aportat  com  pel  funcionament  esperat  de 
l'aplicació. Si més no, això no m'impedeix ser crític amb el projecte i buscar els 
punts febles que necessiten millorar per les pròximes versions.
 7.4. Possibles millores / Futures ampliacions
Tot i la satisfacció i acompliment dels objectius del projecte, queda espai 
per  la  crítica  constructiva  i  intentar  buscar  alguns  punts  febles  que  poden ser 
millorats en una pròxima versió de l'aplicació.
Des  del  punt  de  vista  del  software crec  que  seria  interessant,  per  la 
propera versió del software, estudiar dos canvis:
1. Treure la configuració de l'experiment fora del codi font. Aquest canvi 
suposaria un canvi en els requisits funcionals de l'aplicació però podria ser 
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interessant guardar la configuració de l'experiment (directori de logs, steps 
a  executar,  etc.)  en un arxiu de configuració XML i que l'aplicació ho 
llegeixi  en temps d'execució  i  no en  temps  de  compilació  com fa  ara.
Això ens donaria  més llibertat  a  l'hora de personalitzar  un experiment, 
provar només una part de l'experiment sense necessitat de recompilar i, 
fins i tot, seria possible la creació d'un software per configurar els steps a 
executar i que ens generés dit arxiu XML.
2. Crear el log amb format XML. Actualment el log consisteix en un fitxer 
de text pla on s'hi guarda tot el que també s'ha tret per la sortida estàndard. 
Crear un log en fitxer xml ens podria ser útil per tractar aquests logs: fer-
ne estadístiques, tipus d'error, quantitat de patologies detectades, etc. Fins i 
tot  es podria ser un software especialitzat  en la visualització d'aquestes 
dades.
A part d'això, ja hi ha algunes ampliacions de l'instrument que ja estan 
decidides que es faran i, ni que aquesta memòria sigui sobre el desenvolupament 
de software, m'agradaria fer-ne un incís:
1. Integrar un segon làser  de diferent longitud d'ona.  Amb aquest  segon 
làser,  i  afegint un filtre intercanviable entre l'objectiu de la càmera i  el 
CCD, fotografiam únicament una llum o altra. L'instrument serà capaç de 
detectar  fins  a  dues  patologies  per  canal  (8  patologies  en  total  per 
experiment). Per això la llibreria  camController.dll  (veure pàgina  39) ja 
implementa un mètode per canviar aquests filtres.
2. Làser controlat  per la  càmera.  En la  versió de  software  que  aquesta 
memòria exposa, el làser era controlat per un canal més de la controladora 
Pololu.  Un  cop  acabat  el  desenvolupament  de  la  versió  és  va  veure 
convenient  que  el  làser  fos  controlat  per  la  càmera,  per  així  poder  fer 
proves de detecció aïllant la càmera de l'instrument i sense dependència 
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del Pololu. La càmera porta una sortida sèrie que és la que s'utilitza per 
engegar o apagar el làser (actualment encara treballam amb un làser).
 7.5. Agraïments
Aquest  projecte  ha  estat  fruit  d'un  conveni  Universitat-Empresa  amb 
NTE-SENER.
Volia agrair a NTE-SENER i la seva gent la confiança dipositada en mi 
per la realització d'aquest projecte així com per l'accés a tota la informació que he 
necessitat per poder-lo dur a terme.
Igualment,  no  em  voldria  oblidar  de  la  gent  de  Biokit,  empresa 
participant en TheraEDGE dissenyant el bioassaig, pel seu temps explicant-me 
tots els secrets del procés.
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Capítol 8. Apèndix
A continuació adjuntem documentació referent a les comandes i scripts 
executats pels dispositius perifèrics.
Si  bé  es  pot  consultar  la  documentació  oficial  del  fabricant  per  una 
completa visió, aquí es pretén donar a conèixer a l'usuari el funcionament de cada 
comanda per entendre el funcionament de les comandes RS-232 que s'envien tan a 
la bomba com al controlador termoelèctric.
 8.1. Especificacions Bomba
La bomba té una interfície de comunicació RS-232 a través de la qual li 
enviarem  les  comandes  a  executar.  El  fabricant  de  la  bomba  estableix  els 
paràmetres de configuració d'aquesta comunicació sèrie.  El controlador Pololu, 
encarregat de comunicar-se amb la bomba, té el port sèrie configurat10 d'acord 
10 Per conèixer com configurar al controlador, es pot visitar la documentació oficial 
a www.pololu.com
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amb aquestes configuracions, que són detallades en el següent quadre.
Configuració  RS-232 
de la bomba
Baud 
rate
9600 bps
Data 
bits
8
Parity None
Stop bit 1
Per  cada  comanda  enviada  a  la  bomba,  aquesta  envia  un  resposta. 
Igualment algunes comandes permeten fer consultes a la bomba tal com la seva 
posició  o  estat.  En  el  nostre  cas,  aquestes  respostes  són  ignorades  ja  que 
físicament  no  hi  ha  comunicació  bomba-Pololu.  Només  tenim  comunicació 
unidireccional Pololu-Bomba. Aquesta decisió es va fer per la impossibilitat del 
Pololu a tractar aquestes respostes i no carregar el programa principal fent-ho.
Les comandes que s'envien a la bomba és una trama de fins a 32 bytes. 
Cada ordre és seguida dels seus paràmetres, si escau, també codificats byte a byte 
en ASCII. En el següent quadre es resumeixen alguns dels bytes més usats en els 
nostres scripts i una petita descripció de cada un d'ells. 
Descripció dels bytes de comanda més usats
Byte Descripció
Z Inicia la bomba.
I Connecta la xeringa amb l'exterior de l'instrument (amb l'ambient)
O Connecta la xeringa amb l'interior de l'instrument
B Connecta l'interior de l'instrument amb l'ambient (útil per si tenir pressió 
ambient dins els circuits del xip)
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A<n> Col·loca l'embol de la xeringa a la posició absoluta n. El recorregut de la 
xeringa està dividit en 1000 posicions. A la posició 1000 tenim el pistó el 
més enrere possible (la xeringa està 100% carregada). La posició 0 el 
pistó  està  el  més endavant  possible  (la  xeringa  ha descarregat  tota  la 
càrrega).
P<n> Mou n posicions relatives el pistó cap endarrere. Si tenim el pistó a la 
posició m, un cop executat P<n> està a la posició m+n.
D<n> Mou n posicions relatives el pistó cap endavant. Si tenim el pistó a la 
posició m, un cop executat D<n> està a la posició m-n.
R Executa la línia de bytes.
G<n> Repeteix la comanda <n> cops
M<n> Retarda l'execució de la pròxima comanda <n> mili segons
S<n> Estableix la velocitat de moviment del pistó a <n>.
<n> pot ser un valor entre 20 i 600, no exclosos, i indica les dècimes de 
segon que triga el pistó en fer un recorregut complet (de posició 1000 a 0 
o viceversa).
Així doncs, a valor més alts,  més lent és el  moviment.  Un moviment 
complet de pistó pot anar des de 2 segons en la velocitat més ràpida, fins 
un minut la més lenta.
T Cancel·la l'execució de la comanda actual. Útil per parar d'empènyer al 
detectar el pas d'un líquid a través d'un detector òptic.
Les  comandes  totes  comencen  per  /1  seguit  de  la  línia  de  bytes  que 
conforma la comanda acabat amb un salt de línia. És important incloure la R abans 
del salt de línia, sinó la comanda quedarà en el buffer pendent de ser completada 
amb l'ordre d'execució.
Exemple:  la  següent  comanda  inicialitzaria  la  bomba,  agafaria  1000 
posicions de xeringa de l'exterior i  n'introduiria 500 a l'interior del circuit  tres 
cops:
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/1Z I A1000 O D500 G3 R <cr>
Inicialització
C
onnexió am
b l'am
bient
C
arreguem
 xeringa
C
onnexió am
b l'interior del xip
D
isposició de 500 posicions
R
epetició 3 cops
Execució
Salt de línia
Òbviament la comanda va tota seguida sense espais. Aquí ho hem fet 
d'aquesta forma per una millor comprensió.
Per  una  completa  informació  sobre  les  comandes  acceptades  per  la 
bomba  Tecan  Cavro  XE1000  es  pot  consultar  el  manual  del  fabricant  a: 
http://www.tecan.com 
 8.2. Interfície DX5100 (Controladora Peltiers)
Els  sistema d'escalfament  i  refredament  de  zones  es  controlat  per  un 
sistema termoelèctric Peltier amb un microcontrolador i PID interns propis com 
s'ha explicat a Connexió dels perifèrics (vegi's pàgina 18).
Les ordres que s'envien a aquest perifèric es fan a través del port sèrie 
RS-232 del Mini-PC que conté l'instrument. Tal com defineix el fabricant, aquest 
port s'ha configurat amb els següents paràmetres:
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Configuració RS-232
 del controlador Peltier
Data 
bits
8
Parity None
Stop bit 1
Flow 
control
None
La velocitat  de transferència  va a  gust  de l'emissor que pot  optar  per 
9600,  19200,  38400,  57600  o  115200bps.  En  el  nostre  cas,  transmetem  a 
19200bps.
Les comandes estan formats per un conjunt variable de bytes, així doncs 
poden agafar valors  entre 0x00 i  0xFF.  Ara bé,  el  protocol  defineix dos codis 
reservats que, en cas de voler-se usar dins la trama com a dates, serà necessari un 
reemplaçament per dos bytes com indica la següent taula:
Byte reservat Valor Reemplaçat per
FEND 0xC0 0xDB 0xDC
FESC 0xDB 0xDB 0xDD
L'estructura d'un missatge genèric és la següent:
FEND ADDR CMD N Data1 ... DataN CRC
FEND: el codi de control FEND (0xC0) és un atribut obligatori i fixat 
del protocol que ha de ser el primer byte i irrepetible en tota la trama.
ADDR: és l'adreça del dispositiu al qual va adreçada la trama de byte. 
Útil en el cas que hi hagi més d'un controlador en el mateix bus, però en el nostre 
cas serà un valor constant: 0x81.
CMD: byte que codifica la comanda a executar pel controlador. El bit de 
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major valor del byte ha de valer sempre 0 per no coincidir amb codis de control. 
Ens queden 7 bits per representar fins a 128 comandes diferents. Els bytes més 
usats en les nostres comandes són:
Descripció dels bytes CMD més usats
Byte Descripció
0x35 Inicia el control PID. La temperatura és passada com a part 
de les dades Data1...DataN
0x16 Mesura  el  canal  AD.  Aquesta  trama  és  usada  des  dels 
mètodes que ens consulten la temperatura de les plaques.
0x4A Obté l'estat del controlador
Per una llista completa de comandes, vegi's la documentació del fabricant 
a la seva plana web: 
http://www.rmtltd.ru/manuals/DX5100%20Table%20of%20Commands.pdf
N: indica la quantitat de bytes de dades conté el paquet. El valor de N no 
té en compte, a l'hora de comptabilitzar el total de bytes, el byte FEND, ADDR, 
CMD, CRC ni N mateix. Si la comanda que es transmet no necessita paràmetres, 
N agafa valor 0 i a continuació li segueix el CRC. Si el valor de N és un dels bytes 
reservats, necessita també ser reemplaçat.
Data1...DataN: són els paràmetres de la comanda CMD.
CRC:  byte  de  control  CRC-8.  El  CRC  és  calculat  abans  de  fer  el 
reemplaçament de bytes reservats de control, si escau, i amb tots els bytes de la 
trama excepte el byte de CRC. El valor inicial del byte de CRC ha de ser 0xDE.
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 8.3. Scripts Pololu
Per una completa informació sobre els script Pololu, es pot referir als  
manuals del fabricant: http://www.pololu.com/docs/pdf/0J40/maestro.pdf
Com a mode exemple, s'adjunta un script real usat per transferir la mostra 
davant la càmera de detecció. S'hi poden veure comandes de lectura del sensor de 
pas d'aigua, comandes de bomba enviades pel port sèrie i la construcció d'algunes 
rutines.
############################################################ 
###### RESUM DEL SCRIPT ###### 
# ENS POSICIONAM A 900 I ANAM FENT STEPS DE -10 POSICIONS 
# FINS QUE DETECTAM QUE L'AIGUA HA PASSAT PER LB3 
############################################################ 
#POSICIONAM BOMBA AMB 900 POSICIONS PLENES D'AIRE#
# /1S20IA900S100OR 
#  /1 
47 SERIAL_SEND_BYTE 
49 SERIAL_SEND_BYTE 
# S20 
83 SERIAL_SEND_BYTE 
50 SERIAL_SEND_BYTE 
48 SERIAL_SEND_BYTE 
# I 
73 SERIAL_SEND_BYTE 
# A900 
65 SERIAL_SEND_BYTE 
57 SERIAL_SEND_BYTE 
48 SERIAL_SEND_BYTE 
48 SERIAL_SEND_BYTE 
# S100 
83 SERIAL_SEND_BYTE 
52 SERIAL_SEND_BYTE 
48 SERIAL_SEND_BYTE 
48 SERIAL_SEND_BYTE 
#O 
79 SERIAL_SEND_BYTE 
#  R<cr> 
82 SERIAL_SEND_BYTE 
13 SERIAL_SEND_BYTE 
10000 DELAY 
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#DETECTAR PUJADA BRUSCA DE LB3 (LIQUID HA PASSAT PER COMPLET) 
BEGIN 
11 GET_POSITION 
BOMB_FORWARD 
11 GET_POSITION 
MINUS 
-15 GREATER_THAN 
WHILE 
REPEAT 
QUIT 
#####RUTINES###### 
# FA EL VALOR ABSOLUT DEL TOP DE LA PILA 
SUB ABS 
BEGIN 
DUP 
0 LESS_THAN 
IF 
-1 TIMES 
ENDIF 
RETURN 
REPEAT 
#MOU LA BOMBA UN STEP ENVANT 
SUB BOMB_FORWARD 
BEGIN 
# COMANDA 
#   /1P1R 
47 SERIAL_SEND_BYTE 
49 SERIAL_SEND_BYTE 
# D10 
68 SERIAL_SEND_BYTE 
49 SERIAL_SEND_BYTE 
48 SERIAL_SEND_BYTE 
# R<cr> 
82 SERIAL_SEND_BYTE 
13 SERIAL_SEND_BYTE 
300 DELAY 
RETURN 
REPEAT 
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