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Abstract
What is it like to create a game for a quantum computer?
With its ability to perform calculations and processing in a
distinctly different way than classical computers, quantum
computing has the potential for becoming the next revolu-
tion in information technology. Flying Unicorn is a game
developed for a quantum computer. It is designed to explore
the properties of superposition and uncertainty.
Keywords Quantum computing, quantum physics, quan-
tum mechanics, quantum, qubit, emerging technology, pro-
gramming, Qiskit, IBMQ, IBM Q Experience
1. Introduction
Quantum computing is a technology that uses the proper-
ties of quantum mechanics, including superposition and en-
tanglement, in order to perform computations significantly
faster than traditional computers, which are based upon tran-
sistors [9]. While classical computers utilize bits holding a
single value of zero or one, a quantum computer encodes
information in quantum bits, or qubits, which represent the
value of both zero and one simultaneously [2]. With this
unique difference, a quantum computer is able to execute
computational calculations in an entirely new way, exceed-
ing the time complexity performance of classical algorithms
in areas of search and encryption [15]. The potential exists to
apply this technology to a large range of applications, includ-
ing databases, mathematical calculations, machine learning,
and games.
1.1 Quantum Computing
Quantum computing takes advantage of the properties of
quantum mechanics in order to represent bit information
and perform calculations. Rather than measuring the voltage
across a transistor for indicating a value of low or high, a
[Copyright notice will appear here once ’preprint’ option is removed.]
quantum computer uses a measurement, such as spin on an
electron or photon, resulting in a calculation of zero, one, or
a probability between, also called superposition [3].
Representation of Data While a classical computer can
represent one bit of information per bit, a quantum computer
can represent two bits of information per bit [18] (also called
a qubit). Similarly, two qubits can represent four bits of in-
formation. By effect, while a classical computer can repre-
sent n-bits of information during a single CPU cycle, a quan-
tum computer can process 2n bits of information per CPU
cycle [19]. This has an exponential effect in the amount of
data that can be processed. For example, 50 qubits can rep-
resent 250 bits. To put this value into context, consider that
1 petabyte is equal to 1015 bytes. A quantum computer with
nearly 50 qubits can represent this magnitude of data in a sin-
gle calculation. If a social network stores data for 2 billion
records, within the range of 500 petabytes of data, a quan-
tum computer with 60 qubits could represent this amount of
information.
This paper makes the following technical contributions:
1. We present Flying Unicorn, a game developed for a
quantum computer using the Quantum Information Sci-
ence Kit framework, demonstrating the usage of quantum
computing concepts.
2. We present a comparison and contrast between a classical
and quantum implementation of Flying Unicorn, includ-
ing differences in state representation, random number
generation, and algorithmic design.
3. We present some observations, including a comparison
of error rates and execution speed of a quantum simulator
running on a classical computer compared to a quantum
computer running at IBM Q Experience.
4. We provide a demonstration of a quantum technique for
Grover’s search algorithm, implemented in an easily un-
derstood format within a game.
2. Methodology
Flying Unicorn [1] is a text-based game developed us-
ing Python and the Quantum Information Science Kit [12]
(Qiskit). An example is shown in Figure 1. It was designed
to demonstrate the usage of quantum computing’s proper-
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ties, including qubit measurement, superposition, and un-
certainty. In the game, the player controls a unicorn in an
attempt to fly up into a castle. The game allows real-time
execution on a quantum simulator or on a physical quantum
computer hosted by IBM Q Experience [11] (IBMQ).
Your unicorn, Pixel Twilight, is ready for flight!
Use the keyboard to fly up/down on a quantum computer,
as you ascend your way into the castle.
=====================
-[ Altitude 0 feet ]-
Pixel Twilight is waiting for you on the ground.
[up,down,quit]: u
You soar into the sky.
Running on the simulator.
{’0’: 944, ’1’: 56}
=====================
-[ Altitude 56 feet ]-
Pixel Twilight is floating gently above the ground.
[up,down,quit]:
Figure 1. Excerpt from Flying Unicorn after one turn. The
player has reached an altitude of 56 feet.
2.1 The Design of Flying Unicorn
Flying Unicorn is designed to be a straight-forward and eas-
ily implementable game that can be created using almost any
programming language or platform of choice. The game in-
cludes a single state representation for the player’s altitude,
with the goal being to reach the castle at a specific target
altitude. At each turn in the game, the player’s altitude is
increased or decreased according to a random value, depen-
dent upon the action of ”up” or ”down” that the player has
selected. In this regard, the actions to implement for the
player are limited to a simple choice of ”up” or ”down”,
along with a means for calculating random numbers. With-
out randomness, the action of flying up or down would al-
ways result in the same change of altitude, thus, leading to a
less interesting gaming experience.
In addition to the player’s goal of flying to the castle, a
random encounter event may occur at any point within the
game. During the random encounter, the player must com-
pete against a computer player in order to guess a randomly
selected target jewel from a list of 14 jewels. This mini-
game is intended to demonstrate an additional key property
of quantum computing, specifically, the process of efficient
searching through an unordered list.
As Flying Unicorn can be implemented in both a classi-
cal architecture as well as a quantum architecture, the fol-
lowing section will compare both implementations in their
corresponding forms.
2.2 Classical Implementation
Flying Unicorn can be implemented for a classical computer
using a variety of programming languages. As an exam-
ple, we can implement the game using a traditionally pro-
grammed architecture with Python.
Classical Random Number Generation Implementing the
game in a traditional manner involves using a single vari-
able declaration to store the player’s altitude, as shown in
Figure 2. In this implementation, we’ve simply instantiated
a numeric variable ”altitude” which is incremented or decre-
mented according to the player’s action, as shown in Fig-
ure 3. In this classical implementation, the use of a specific
”random” library allows the fluctuation in altitude from each
round to the next. Note, the addition of randomness in the
modifier to altitude is not required in a quantum implemen-
tation, since the effect of randomness is applied due to the
error rate in quantum computations, from effects such as in-
terference and decoherence on a physical quantum machine.
Similarly to moving the player with a degree of random-
ness, we can also randomly generate a player name in the
same fashion. To generate a first and last name for the player,
we utilize the same random library and select from a list of
names according to the random value, as shown in Figure 4.
In both the calculation of the player’s altitude and the gen-
eration of the player’s name, we’ve utilized a standard ran-
dom number generation library. This form of random num-
ber generation is enacted differently in a quantum represen-
tation of the game, as described in section 2.1.
altitude = 0
goal = 1024
Figure 2. Representing player state in a traditional imple-
mentation.
# Move the player with a degree of randomness (1-50).
altitude = altitude + modifier +
random.randint(1, 50)
Figure 3. Modifying the player’s state with an action and a
random value.
name = getName(random.randint(1, 16)) + ’ ’ +
getName(random.randint(1, 16))
Figure 4. Generate a random name using a random number
generator.
Classical Search in an Unordered List To demonstrate
another key quantum principle that differs from a classically
implemented program, a mini-game is included within Fly-
ing Unicorn, where a search is performed across a list of
items.
The mini-game, denoted as the ”Jewel Guessing Game”,
selects a random jewel from a list of 14 different jewels,
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upon which the player must guess the selected item before
the computer. The player and the computer take turns mak-
ing a guess, until the target jewel is located.
An unordered search through a list on a classical com-
puter runs in a worst-case time complexity of O(N) evalua-
tions [17]. Similarly, in a classical implementation of Flying
Unicorn, the computer player must base its guess upon an
unordered search through a list. In this manner, we’re limited
to a minimal number of strategies that can be implemented
for the computer player, in guessing the next jewel to select
from the list. One such strategy is to simply select the first
jewel and continue guessing through the list until the correct
answer is found or the list is exhausted.
Elimination List We can implement the guessing strategy
for the computer player by maintaining an elimination list.
The list stores choices that are available for selection. Each
time a jewel is selected by either player, it is removed from
the list. The computer may then select from the remaining
choices, thus avoiding a duplicate guess. This process is
shown in Figure 5. To simulate a more believable computer
opponent, the computer selects randomly from the list of
remaining choices (as opposed to sequentially), thus offering
a different response each time the game is played.
# Memory for the computer to select an answer from.
memory = jewels.copy()
# Remove incorrect guesses from remaining choices.
playerGuess = guess()
if playerGuess != secret:
memory.pop(playerGuess)
# The computer guesses from the remaining choices.
computerGuess = random.randint(1, len(memory))
if computerGuess != secret:
memory.pop(computerGuess)
Figure 5. A computer player’s strategy of selecting from
remaining choices.
Contrasting Classical with Quantum With a classical
version of Flying Unicorn detailed, the following section
describes a quantum implementation, including associated
advantages and differences from the classical counterpart.
Specifically, differences in representation of altitude, ran-
dom number generation, and search through an unordered
list are highlighted.
2.3 Quantum Implementation
The quantum implementation of Flying Unicorn’s game-
play is turn-based, similar to the classical approach, where
the player can choose an action at each round. Depending
on the state of the player, a corresponding message is ren-
dered on the display. As the player transitions to various
altitudes throughout the game, the player’s status message
is adjusted respectively. Both the classical and quantum im-
plementations of Flying Unicorn rely on a traditional game
loop in order to allow the player to choose an action in each
round. However, unlike the classical implementation of Fly-
ing Unicorn, which maintains player state information via
variables based upon random access memory, the quantum
implementation maintains state via measurement of a qubit.
Generating a Player Name The initial stage of game play
begins with the generation and assignment of a randomly
generated name. The name will be used within the sta-
tus messages as the player transitions through the game. A
player name consists of two parts, first and last name, which
are selected from a predetermined list of name fragments.
In order to select the fragments to compose the name, two
randomly generated numbers are selected through a quan-
tum process. This is described in the “Quantum Random
Number Generation” section.
Representing Player State Player state is represented by a
qubit which indicates the current altitude of the player’s uni-
corn, as shown in Figure 6. The state is used for selecting
the status message displayed to the user, in addition to deter-
mining the goal state of the game. At each turn, the player
chooses an action to move up or down, which adjusts the
player’s altitude accordingly. To create a random effect to
the amount of change in altitude that the player receives, the
spin state of a qubit is utilized on a range of zero to one. A
value of zero corresponds to the player’s starting state, and a
value of one is the goal state.
unicorn = QuantumRegister(1)
Figure 6. Representing player state as a qubit in the Qiskit
framework.
Partial Qubit Inversion By inverting a qubit from its
ground state of zero, and using a partial inversion, we can
gradually adjust the resulting qubit measurement to corre-
spond to how close the player is to the goal.
Upon applying an invert gate (x), the qubit’s state changes
from zero to one. To apply a fraction of an invert, we utilize
the partial NOT u3 gate, which places the qubit into super-
position and applies a partial inversion operation, forcing the
qubit value closer towards one. The closer the player is to the
goal, the larger the fraction of the partial inversion operator
that we perform on the qubit. If the player has reached the
goal state, we apply a full inversion operation on the qubit
to move its value from zero to one, resulting in conclusion
of the game.
To determine the amount of inversion to apply to the
qubit, we add the player’s current altitude with a modifier
for an action of up or down and divide the result by the goal
altitude to obtain a percentage. This percentage indicates the
amount of inversion to apply to the qubit. The calculation is
shown in Figure 7.
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Finally, we perform multiple measurements of the qubit
during each turn’s program execution and record the num-
ber of times the qubit is measured as a value of one. The
measurement directly corresponds to the fraction of inver-
sion that we apply to the qubit. Since the nature of quan-
tum computing contains uncertainty and error rates due to
decoherence in measurements, this process has the effect of
adding randomness to each turn’s action. When the resulting
qubit’s measurement plus the modifier for the player’s ac-
tion reaches or exceeds the goal altitude, the player wins the
game.
frac = (altitude + modifier) / goal
if frac >= 1:
program.x(unicorn)
elif frac > 0:
program.u3(frac * math.pi, 0.0, 0.0, unicorn)
Figure 7. Applying a partial NOT gate to the player’s state.
2.4 Superposition of Player State
Player state corresponds directly to the measurement of a
qubit, with values ranging from zero to one. The player be-
gins at a ground state of 0 and wins the game when the
number of measurement outcomes for 1 exceed the winning
threshold. This threshold is set to the total number of mea-
surements (1024), corresponding to 100% of all outcomes
in a program execution on the simulator, and slightly less on
IBMQ, to account for error.
At each state in-between the ground and winning states,
the qubit is placed in superposition using the u3 partial inver-
sion gate. This results in the qubit having a linear combina-
tion of the values of 0 and 1. When a measurement occurs,
superposition of the qubit collapses [16] [20], resulting in
an outcome value of 0 or 1. Using ket notation, these two
values are described by the computational basis states |0〉
and |1〉. For example, if the player has reached an altitude
of 25% to the goal, after performing 1, 000 measurements of
the qubit, we see 250 outcomes for 1 and 750 outcomes for
0 (corresponding to a qubit inverted by 25%). We leverage
the number of outcomes holding the value of 1 to represent
the current altitude for the player.
The probability for a qubit outcome to result in a value
of 0 or 1 corresponds to the amplitude coefficient applied
to each state [14]. The game applies this coefficient through
the u3 partial inversion gate. Using the prior example of a
player at 25% to the goal, we can apply an amplitude of 0.5
to the 1 state and 0.87 to the 0 state (0.87 |0〉 and 0.5 |1〉).
The sum of the squares of the amplitudes will always equal 1
(0.872+0.52 = 1), which we leverage as a percentage within
the game to represent the altitude for the player with respect
to the goal. In this manner, by applying the appropriate
amplitude coefficient to the computational basis state for
|1〉, we can obtain the desired altitude for the player. In this
example, 0.52 = 0.25 ∗ 100 = 25%, as shown in Figure 8.
Figure 8. Representing player altitude at 25%. An ampli-
tude coefficient of 0.87 is applied to the |0〉 state and 0.5 to
the |1〉 state, resulting in a 25% probability (0.52 ∗ 100) of a
computational basis outcome of |1〉.
Figure 9. Selecting the player status message from the mea-
surement of a qubit. The amplitude applied to the |1〉 state is
created through partial inversion. Probability is calculated by
squaring the amplitude (0.712 = 0.5 ∗ 100 = 50%).
As the player flies upward towards the goal, we increase
the amplitude coefficient for the |1〉 state, respectively in-
creasing the number of outcomes resulting in a value of 1,
and thus, the resulting altitude of the player with respect to
the goal. As the player’s altitude changes, so too does the
player’s state, in accordance with the predefined list of sta-
tus messages, as shown in Figure 9.
2.5 Quantum Random Number Generation
As part of the process for selecting a random name for the
player’s unicorn, a quantum random number generation pro-
cess is utilized, based upon the uncertainty of a qubit in su-
perposition. While the default random number generator on
a Unix computer is a pseudo-random generator based upon a
seed-based sequence invoked by the rand method [5], quan-
tum random number generation is based upon the random
properties of quantum mechanics, leveraged by the uncer-
tainty of a qubit in superposition [8].
A qubit is placed into superposition by executing the
Hadamard gate [7]. This results in a qubit having equal
probability for a measurement of zero, one, or a value in-
between.
Several methods were analyzed for producing a ran-
dom number within the 20 qubit limitation of IBMQ. Each
method exposed trade-offs with respect to memory, perfor-
mance, and allocation limits, as listed in Table 1.
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One Qubit A straight-forward approach for generating a
random integer is to utilize a single qubit in superposition
and measure its resulting value. A single qubit would corre-
spond to one bit in an integer value. Since one qubit has an
equal probability of resulting in a value of 0 or 1, the maxi-
mum integer value of one qubit is 1. Likewise, the maximum
value for 2 qubits is a binary value of 11 or a decimal value
of 3. This approach is simple to implement. However, as the
maximum integer grows larger, so too do the number of re-
quired qubits. This approach requires n qubits to represent a
maximum integer of 2n − 1.
The approach generates one bit in a random number for
each execution of the quantum program. Since only a sin-
gle qubit is used, this method can generate an infinitely
large integer. IBMQ offers up to 20 qubits for processing
on their publicly offered machines [10]. This approach re-
mains well within these constraints. However, each repre-
sented bit within the integer requires the allocation and mea-
surement of a qubit, resulting in multiple requests of the pro-
gram (once for each qubit). This results in poor performance
on the quantum simulator and on the physical quantum com-
puter at IBMQ, where wait times often exist while executing
a request.
Multiple Qubits We can modify the one-qubit approach to
utilize multiple qubits in a single request, with each qubit
corresponding to a bit within the integer. This alleviates the
wait time delay on IBMQ, as it is no longer necessary to
send a request multiple times. However, for larger integers,
the number of qubits required exceeds the limitation of 20
qubits by IBMQ. This results in a maximum integer value of
1, 048, 575 represented by 20 bits (or 20 qubits). Addition-
ally, multiple qubits increase program execution time and
require additional memory for processing on the simulator,
potentially exceeding available memory.
Probabilistic Measurement As the preceding approaches
for random number generation experience limitations in
Qiskit and IBMQ, we explore a fun approach that lever-
ages the probabilistic nature of quantum computing [21], in
order to limit the number of required qubits within a single
request.
Since each qubit in superposition can simultaneously
hold a value of zero and one, all potential combinations
of bit values can be represented during a measurement, pro-
vided enough measurements are performed to capture all
outcomes. Given q qubits, this approach can represent an n-
bit integer containing 2q bits. This allows the representation
of a 4 bit integer using 2 qubits measured multiple times
with one request from the program.
Consider the combinations possible with 2 qubits in su-
perposition. We can measure the qubits and receive 4 possi-
ble outcomes (00, 01, 10, 11). By using a sufficient number
of measurements to record counts for each occurrence of the
various outcomes, and mapping each outcome to a bit in the
integer, we can select a value of 0 or 1 depending on whether
the count is greater than the average probability. The average
probability is calculated as the number of measurements di-
vided by the number of outcomes (2q). An example of this
process is shown in Figure 10. Using this method, we only
require 2 qubits and 1 run of the program to represent a 4
bit integer. Taking into consideration the maximum of 20
qubits allowed on IBMQ, we can generate a maximum inte-
ger value comprised of 1, 048, 576 bits.
This method offers increased execution speed on IBMQ,
while limiting overhead for generating a sufficiently large
random number. However, it should be noted that the true
randomness of the numbers generated will be less accurate
with this approach. This is discussed further in section 3.1.
Table 1. Quantum random number generation.
Qubits Measures Runs Result
1 1 4 Slow. Max value infinite.
4 1 1 Memory and CPU limitation.
Max value 1, 048, 575.
2 1000 1 2q = n bit integers.
Max bits 1, 048, 576.
Qubit measurements:
{’10’: 23, ’11’: 28, ’01’: 24, ’00’: 25}
Average probability: 25
Bits: [0, 1, 0, 0]
Integer: 4
Figure 10. An example of measuring two qubits to generate
all possible outcomes in the generation of a four-bit integer.
2.6 Quantum Search Guessing Game
During each turn, the player may encounter an optional
random event, where they have the opportunity to receive
a bonus or penalty, depending on whether they are able to
guess a secret jewel before a quantum computer player.
Grover’s Search Algorithm The guessing game invokes
Grover’s search, a quantum search algorithm that can locate
an element within an unordered list with a high degree of
probability, faster than any classical search algorithm [4].
Grover’s search can locate an element by using properties
of quantum computing within O(
√
N) evaluations. By con-
trast, a classical algorithm can solve the task in O(N) eval-
uations by iterating over each combination of input values
until the correct sequence is found.
Grover’s search algorithm is implemented within the
game by using all combinations of 4-bits as the unordered
set of 2n states [13] (16 states, resulting in the possible val-
ues 0−15). An oracle function is implemented that returns 1
for the target random number and 0 for all other states. The
algorithm then manipulates 4 qubits and 1 program execu-
tion to perform Grover’s search. The result of the program
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returns a list of all combinations of bits, along with outcome
counts corresponding to how many times the particular state
was measured. The maximum outcome is used as the result
of the search algorithm, and thus, used as the guess from the
quantum computer opponent, as shown in Figure 11.
Within the game, the secret number is represented in the
form of a jewel name (amethyst, sapphire, emerald, and jade)
from which the player must guess which jewel is the real
one.
Offsetting the Quantum Advantage When run on the
Qiskit simulator, the computer has a high degree of proba-
bility of guessing the secret jewel correctly in a single round,
which makes the guessing game more difficult for a human
player. For this reason, the player is offered a hint that the
random number (i.e., jewel) is within a range of 4 values
(refer to Figure 11). This gives the player a 25% chance of
guessing correctly. The player is given this advantage even
though the computer is searching against the entire range of
values. The quantum simulator often guesses correct in just
one round, which demonstrates the success of the quantum
search algorithm. However, the error rate when running on
IBMQ often prevents a successful result from being found.
Round 1. Which unicorn jewel is the real one?
[amethyst,sapphire,emerald,jade]: sapphire
You guessed wrong.
Measurements after 1 iteration of Grover search:
{’0111’: 6, ’1111’: 3, ’0010’: 4, ’1100’: 3,
’1001’: 3, ’0000’: 4, ’0101’: 2, ’1011’: 43,
’1000’: 2, ’0011’: 6, ’0100’: 4, ’1110’: 3,
’1010’: 5, ’0110’: 3, ’1101’: 7, ’0001’: 2}
Maximum outcome: 1011 (11)
The mischievous cloud guesses emerald.
Figure 11. An example of running 4-qubit Grover’s search,
as implemented within the jewel guessing mini game. The
secret key 1011 (decimal value 11) is correctly found as the
maximum outcome (43). When grouped by four, this results
in the secret key emerald.
3. Results
Flying Unicorn demonstrates the representation of game
state on a quantum computer. Through the manipulation of
a qubit by inversion, the game state is able to be determined
based upon a classical computing calculation with the re-
sulting altitude based upon the measurement counts of the
qubit. The game also demonstrates an implementation of a
quantum search algorithm that gives a computer opponent
the ability to determine a randomly selected number within
a single program execution.
By analyzing the differences between the classical im-
plementation of Flying Unicorn compared to the quantum
implementation, several key differences were noted that
make programming a game on a quantum computer dis-
tinctly unique. These differences are discussed in the fol-
lowing section.
3.1 Algorithmic Differences
The development of Flying Unicorn required several key
components, common to many games of its type. These
components include variable representation of player state,
random number generation, search capability, and computer
player strategy. Both the classical and quantum versions of
Flying Unicorn provide an implementation of these compo-
nents.
Representation of Player State: Integer vs Qubit Repre-
sentation of the player state in the classical version of Flying
Unicorn was performed with a single numeric variable to
hold the player’s altitude, as detailed in section 2.2. This
variable was incremented or decremented by a modifier ac-
cording to the action of ”up” or ”down” as selected by the
player. In each case, the value was stored as an integer and
compared with the goal threshold to indicate when the player
had won the game.
By contrast, the quantum version of Flying Unicorn uti-
lized a qubit to represent player state, as detailed in sec-
tion 2.3. At each turn after determining the modifier to al-
titude, the player’s amplitude coefficients were adjusted ac-
cordingly and applied to the qubit. Compared to the classi-
cal implementation of adding or subtracting a value from the
numerical altitude, the quantum version adjusted the qubit’s
amplitudes to affect the determining measurement of its
value. In this manner, the qubit’s measurement in the 1 com-
putational basis would correspond to how high the player is
with respect to the goal. Likewise, while the classical im-
plementation compares the actual value of the player’s alti-
tude against the goal threshold, the quantum implementation
compares the number of measurements of the qubit in the 1
computational basis, corresponding to the applied amplitude
coefficients. When the qubit is fully inverted to a computa-
tion basis state of 1, as described in section 2.3, the game
was considered as won.
Random Number Generation: Pseudo vs Decoherence
Both the classical and quantum versions of Flying Unicorn
required a means of random number generation for key con-
cepts within the game. These included the generation of the
player name, determination of a randomly invoked mini-
game at each turn, as well as the selection of the random
jewel in the guessing game.
The classical version of Flying Unicorn invoked random
number generation through a standard Python library, based
upon a pseudo random number generator [6]. By contrast,
the quantum implementation used two different means for
invoking the effect of randomness.
Randomness in Player Altitude When adjusting the player
altitude at each turn, a degree of randomness was inher-
ently added through the error rate effect due to measure-
ment of the qubit. This was particularly noticeable on the
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physical quantum computer at IBMQ, where the error rate
(i.e., randomness) during altitude calculations were signifi-
cant enough to require including a buffer range when deter-
mining the threshold for the player to reach the goal. Without
a buffer for error, the qubit would never fully invert (measur-
ing all shots as 1), thus preventing the determination of the
player winning the game. With an error buffer added, the
goal threshold was lowered to be within a range achievable
after measurement of the qubit, even with the error rate in
effect.
This degree of error noticed in the quantum implementa-
tion, compared to the classical version, is a significant con-
sideration when designing software for a quantum computer.
This concept is discussed in further detail in section 3.2.
Random Number Generation: Probabilistic Method The
second use-case for randomness within both versions of the
game were highlighted in the generation of the player name
and within the selection of the random jewel in the mini-
game.
In the same manner as generating a random effect for al-
titude, the classical version of the game utilized a standard
library for generating random numbers for player name gen-
eration and the mini-game. By contrast, the quantum imple-
mentation of the game implemented its own form of random
number generation, based upon considerations for memory
and CPU usage, as well as thresholds for the number of
available qubits on IBMQ. While the quantum version of the
game gained an inherent random effect when adjusting the
player’s altitude due to the measurement error rate, when a
random number was specifically required for a task, such as
generating the player name, a specific means of generating a
random value was required.
With IBMQ platform considerations in mind, the method
selected for implementing random number generation was
based upon the probabilistic nature of quantum computing,
as detailed in section 2.5. This method offered increased
execution speed with limited overhead for generating a suf-
ficiently large random number. Additionally, the number of
qubits required was limited, allowing the representation of a
4-bit integer using only 2 qubits. Considering the maximum
number of available qubits at IBMQ, this method would al-
low for a maximum value of 1, 048, 576 bits using only 20
qubits.
The algorithm used for random number generation in the
quantum game utilized the average probability of measure-
ments of the qubits. For each (2q) measurement outcome,
the value was compared against the average probability of all
outcomes. If the value exceeded the average probability, the
resulting bit would correspond to a 1. Otherwise, the value
would be 0. This process would repeat across each outcome,
building the complete set of bits within the integer, as shown
in Figure 12.
Limitations for Min andMax Values One drawback to the
algorithm used for random number generation is that the us-
age of average probability has the effect of altering the prob-
ability of certain random numbers being selected. Since ran-
dom numbers are generated from outcome measurements of
qubits, with each outcome corresponding to a bit in the inte-
ger, if we determine a bit value of 1 based upon the number
of outcomes for that bit being greater than the average prob-
ability, the resulting integer can never have the max range
value (1111 given 2 qubits and 4 outcomes), as this would
require more outcomes than total measurements.
As an example, consider a total measurement count of
100 shots for 2 qubits. This will result in 4 possible outcomes
after measurement of the qubits (00, 01, 10, 11). The average
probability is 100 shots divided by 4 outcomes, resulting in
25. If we calculate a 0 based upon the number of times an
outcome is less than or equal to 25, it is possible to obtain
0000 if all outcomes measurements equal 25 (although this
would have a low probability of occurring). To add to this
effect further, it is not possible to obtain 1111, as this would
require the number of measurements for each outcome to be
greater than the average probability, which would exceed the
total number of shots.
The maximum and minimum generated value limitation
would also occur if we alter the algorithm and set a bit value
of 1 if the number of outcomes is greater than or equal to
the average probability (rather than simply ”greater than”).
In this case, it is now possible to obtain 1111, since each
outcome would need a number of measurements equal to
the average probability of 25. However, now it is no longer
possible to generate a value of 0000, as this would require a
number of outcomes less than the total number of shots.
Unequal Random Value Probabilities In addition to limit-
ing either the upper or lower bound value when generating a
random number, depending on the rule for average probabil-
ity, the algorithm also has a limitation with regard to gener-
ating random numbers with differing probabilities of occur-
ring. Since the number of times an outcome occurs must be
greater than the average probability, the probability for more
outcomes exceeding this value become rarer as the number
of bits appear the same. For a 4-bit integer, the values 0001,
0010, 0100, and 1000 would have less probability of occur-
ring than the values 0101 or 1010. Similarly, the values 1110
and 0111 would have less probability of occurring than the
values 0011 or 1100. While random numbers are effectively
able to be generated, certain values are less probable of oc-
curring than others.
With consideration for the limitations of the random num-
ber generation algorithm, the effects discussed in this section
were not of concern within the game.
Unordered List Search A key difference between the clas-
sical and quantum versions of the game involved the method
utilized in the randomly invoked mini-game. The jewel
search mini-game involves the player competing against a
computer opponent in order to guess a secret jewel from a
list of random jewels, as described in a classical implemen-
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# Create an array to hold the integer’s bits.
randomBits = []
# Run the quantum program to obtain outcomes.
outcomes = run(program, shots)
# Calculate the average probability based upon
# number of shots / number of outcomes
avgProb = shots / math.pow(2, q)
# For each outcome, select a bit value of 0 or 1.
for key,value in outcome.items():
randomBits.append(1 if value > avgProb else 0)
Figure 12. Generating a random number based upon the
average probability of outcomes.
tation in section 2.2 and a corresponding quantum imple-
mentation in section 2.6.
Both implementation of the guessing game utilize a ran-
domly generated list of elements, from which the player and
computer opponent must select. As the secret jewel is ran-
domly selected from the list, this process is a demonstration
of searching an unordered list in order to find a target ele-
ment.
The time-complexity for searching an unordered list with
a classical algorithm is O(N) evaluations in the worst-case
scenario, compared to O(
√
N) evaluations using a quantum
algorithm, as described in section 2.6.
Classical Strategy for Search The classical method for
searching an unordered list for a target element requires
traversing the entire list until the target is found. This lim-
its the degree of strategy that can be implemented for the
computer player against the human. Essentially, the human
will be randomly guessing a jewel from the list in the hope of
selecting the correct one before the computer. However, the
computer is largely forced to do the same. With no clear dis-
tinction between which jewel may be a better selection than
another, the computer must also arbitrarily select an element
in the hope of guessing correctly before the player.
The classical strategy offers a minimum advantage to the
computer over the human, in that it can easily remember
previously selected elements, no matter how large the size
of list. The human player, by contrast, must use their own
memory in order to not duplicate a selection already made
by either player.
Quantum Implementation for Search For the quantum
implementation of the game, the usage of Grover’s Search
algorithm offers a significant advantage to the computer
player, specifically with regard to the amount of time it takes
to locate the correct element within the list. When executed
on the simulator, the computer player was often able to
locate the correct element after just one round of the mini-
game, offering a seemingly unfair competition to the human.
While this surprising difference between the classical and
quantum version of the game appear to be significant, the
quantum version failed to succeed when executed on IBMQ,
even after many rounds.
The poor performance and unsuccessful results of Grover’s
Search algorithm when executed on IBMQ is likely due to
the rate of error on the hardware platform, resulting in excess
variance in resulting qubit values. Until the performance of
quantum computers can be made more reliable, a successful
implementation of Grover’s Search will need to await.
3.2 Quantum Simulation versus IBMQ
The quantum version of Flying Unicorn was executed on
a classical computer using the QisKit quantum comput-
ing simulator, in addition to a physical quantum computer,
hosted by IBMQ. Two distinct differences were noted while
developing the game for a quantum computer, as compared
to the QisKit simulator. These are discussed below.
Error Rate The rate of error when performing quantum
calculations needed to be taken into consideration during
game development. While the error rate was used as a fea-
ture of the game in order to add a random factor to the al-
titude change at each turn, differences between the simu-
lator (which operates at a lower error rate) and IBMQ can
greatly affect game play. Specifically, when determining if
the player has reached the goal, the increased error rate from
IBMQ could occasionally result in the player receiving too
low of an altitude gain to be able to complete the game. That
is, a full inversion of the qubit via the x gate, would result
in a measurement of counts in the 1 computational basis of
less than 100% of the total measurements, in which case,
the goal threshold would never be reached. As an example,
upon applying inversion on a qubit beginning in the 0 state,
we would expect a result of 1024/1024 outcomes having a
value of 1, but would instead receive a result of 970/1024
outcomes with a value of 1 and 54/1024 outcomes with a
value of 0, undershooting the goal state. An error rate buffer
was utilized to lower the threshold for the player to reach the
goal, compared to that used on the simulator (total number
of measurements), as shown in Figure 13. The selected error
buffer value of 75 was chosen as a general range in measure-
ment errors from IBMQ, allowing the player to reach the
goal once their altitude reaches or exceeds the total number
of measurements minus the buffer (1024− 75 = 949).
Additionally, success rates for using Grover’s search al-
gorithm in the guessing game differed greatly between the
simulator, which could often solve the search in one pro-
gram execution, and IBMQ, which would often be unable to
arrive at a solution.
Execution Speed A significant difference with execution
speed was demonstrated between running the game on the
simulator versus a physical quantum computer provided by
IBMQ as listed in Table 2. Each round of the game requires
a quantum program execution, which entails a wait period
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depending upon the number of preexisting jobs queued.
While the Qiskit quantum computer simulator executed pro-
grams within a mean of 0.13 seconds, IBMQ demonstrated
a longer delay, executing programs within a mean of 79.84
seconds. Execution times differed depending upon traffic
on the IBMQ platform, as requests are queued in the order
that they arrive. In effect, running a game on IBMQ, partic-
ularly one that may rely on real-time graphics, actions, or
multiplayer activity, is not yet feasible on publicly available
hardware. However, for less time-sensitive tasks, such as
cryptography key generation and low frequency algorithms,
the latency in response time may be less of a concern.
# Buffer to account for measurement differences.
errorBuffer = (75 if device == ’real’ else 0)
# Max altitude for the player to reach the goal.
goal = 1024 - errorBuffer
# Number of measurements per program run.
shots = goal + errorBuffer
Figure 13. Offsetting the goal threshold to account for mea-
surement differences between the simulator and IBMQ.
Table 2. Execution speed seconds of a simulator vs. IBMQ.
Type Runs Min Mean Max
simulator 175 0.06 0.13 0.25
ibmqx4 94 53.81 58.22 90.23
ibmq 16 melbourne 33 59.87 141.43 627.30
IBMQ 127 53.81 79.84 627.30
3.3 Conclusion
In summary, quantum computing is an emerging technology,
showing promise of significant speed improvements across
a range of computational algorithms.
We’ve demonstrated the usage of quantum computing
within a game, including the implementation of superposi-
tion, random number generation, and quantum search. Al-
though the physical quantum computing platform at IBMQ
differed from the simulator, specifically with regard to mea-
surement error and execution speed, the technology shows
promise of allowing the design of algorithms that can take
advantage of quantum properties, greatly reducing process-
ing time when compared to the existing ones of today.
As quantum computing matures and hardware becomes
readily available to consumers, the design of software based
upon quantum algorithms will become more practical for
implementation, exponentially exceeding the performance
of classical computing.
References
[1] K. Becker. Flying Unicorn, 2019. URL https://github.
com/primaryobjects/flying-unicorn.
[2] M. Brooks. Quantum Computing and Communications.
Springer-Verlag, 1999. ISBN 9781852330910.
[3] I. Buluta, S. Ashhab, and F. Nori. Natural and artificial atoms
for quantum computation. Reports on Progress in Physics, 74
(10):104401, 2011.
[4] J. Cui and H. Fan. Correlations in the grover search. Journal
of Physics A: Mathematical and Theoretical, 43(4):045305,
2010.
[5] V. Du Preez, M. Johnson, A. Leist, and K. Hawick. Per-
formance and quality of random number generators. In In-
ternational Conference on Foundations of Computer Science
(FCS’11), pages 16–21. CSREA, 2011.
[6] P. S. Foundation. Generate pseudo-random numbers,
2019. URL https://docs.python.org/2/library/
random.html.
[7] G. Heald. An analysis of quantum algorithms, measurement
and probability, 2019.
[8] M. Herrero-Collantes and J. C. Garcia-Escartin. Quantum
random number generators. Reviews of Modern Physics, 89
(1):015004, 2017.
[9] M. Humphrey, P. V. Pancella, and N. Berrah. Quantum
Physics. Alpha Books, 2015. ISBN 9781615643622.
[10] IBM. IBM Q Devices, 2019. URL https://www.
research.ibm.com/ibm-q/technology/devices/.
[11] IBM. IBM Q Experience, 2019. URL https://
quantumexperience.ng.bluemix.net/.
[12] IBM. Quantum Information Science Kit, 2019. URL https:
//qiskit.org/.
[13] S. P. Karlsson, Vera B. 4-qubit grover’s algorithm im-
plemented for the ibmqx5 architecture, 2018. URL
http://kth.diva-portal.org/smash/get/diva2:
1214481/FULLTEXT01.pdf.
[14] A. Matuschak and M. A. Nielsen. Quantum Computing for
the Very Curious, 2019. URL https://quantum.country/
qcvc.
[15] A. Montanaro. Quantum algorithms: an overview. npj Quan-
tum Information, 2:15023, 2016.
[16] M. Nagy and S. G. Akl. Quantum measurements and uni-
versal computation. International Journal of Unconventional
Computing, 2(1):73, 2006.
[17] K. K. Pandey and N. Pradhan. A comparison and selection on
basic type of searching algorithm in data structure. Interna-
tional Journal of Computer Science and Mobile Computing, 3
(7):751–758, 2014.
[18] E. Rieffel and W. Polak. An introduction to quantum comput-
ing for non-physicists. ACM Computing Surveys (CSUR), 32
(3):300–335, 2000.
[19] D. Rothman. Artificial Intelligence By Example. Packt Pub-
lishing, 2018. ISBN 9781788990547.
[20] C. Seife. Teaching qubits new tricks. Science, 309(5732):
238–238, 2005.
[21] V. Silva. Practical Quantum Computing for Developers: Pro-
gramming Quantum Rigs in the Cloud using Python. Apress,
2018. ISBN 9781484242186.
9 2019/10/21
A. Classic Implementation of Flying Unicorn
Flying Unicorn implemented in Python on a traditional computer.
#
# F l y i n g Unicorn
# A s i m p l e quantum game where t h e p l a y e r has t o f l y a u n i c o r n t o t h e c a s t l e .
# C l a s s i c i m p l e m e n t a t i o n ( non−quantum ) .
#
import random
import math
def getName ( i n d e x ) :
names = {
1 : ’ Golden ’ ,
2 : ’ S p a r k l e ’ ,
3 : ’ T w i l i g h t ’ ,
4 : ’ Rainbow ’ ,
5 : ’ Mis t ’ ,
6 : ’Bow ’ ,
7 : ’ Cloud ’ ,
8 : ’ Sky ’ ,
9 : ’ Magic ’ ,
1 0 : ’ P i x e l ’ ,
1 1 : ’ S p r i t e ’ ,
1 2 : ’ Mansion ’ ,
1 3 : ’ Dark ’ ,
1 4 : ’ L i g h t ’ ,
1 5 : ’ Crimson ’
}
re turn names . g e t ( index , ’ Mystery ’ )
def g e t J e w e l ( i n d e x ) :
names = {
1 : ’ a m e t h y s t ’ ,
2 : ’ s a p p h i r e ’ ,
3 : ’ emera ld ’ ,
4 : ’ j a d e ’ ,
5 : ’ ruby ’ ,
6 : ’ t o p a z ’ ,
7 : ’ diamond ’ ,
8 : ’ g a r n e t ’ ,
9 : ’ p e a r l ’ ,
1 0 : ’ o p a l ’ ,
1 1 : ’ amber ’ ,
1 2 : ’ c i t r i n e ’ ,
1 3 : ’ moonstone ’ ,
1 4 : ’ q u a r t z ’
}
re turn names . g e t ( index , ’ Mystery ’ )
# Get t h e s t a t u s f o r t h e c u r r e n t s t a t e o f t h e u n i c o r n .
10 2019/10/21
def s t a t u s ( a l t i t u d e ) :
i f a l t i t u d e == 0 :
re turn ’ i s w a i t i n g f o r you on t h e ground ’
e l i f a l t i t u d e <= 100 :
re turn ’ i s f l o a t i n g g e n t l y above t h e ground ’
e l i f a l t i t u d e <= 200 :
re turn ’ i s h o v e r i n g j u s t above t h e e v e r g r e e n s e a o f t r e e s ’
e l i f a l t i t u d e <= 300 :
re turn ’ i s a p p r o a c h i n g t h e f i r s t m i s t y c l o u d l a y e r ’
e l i f a l t i t u d e <= 400 :
re turn ’ has s o a r e d t h r o u g h t h e m i s t y p ink c l o u d s ’
e l i f a l t i t u d e <= 500 :
re turn ’ i s w e l l above t h e m i s t y c l o u d s ’
e l i f a l t i t u d e <= 600 :
re turn ’You can b a r e l y s e e t h e e v e r g r e e n s e a o f t r e e s from t h i s h igh up ’
e l i f a l t i t u d e <= 700 :
re turn ’ i s s o a r i n g t h r o u g h t h e sky ’
e l i f a l t i t u d e <= 800 :
re turn ’You can s e e t h e f i r s t g l i m p s e o f t h e go lde n c a s t l e g a t e s j u s t above you
’
e l i f a l t i t u d e <= 900 :
re turn ’ i s n e a r l y a t t h e m y s t i c a l c a s t l e g a t e s ’
e l i f a l t i t u d e < 1000 :
re turn ’ s w i f t l y g l i d e s t h r o u g h t h e m y s t i c a l c a s t l e g a t e . You\ ’ r e a l m o s t t h e r e ’
e l s e :
re turn ’A r o a r e m i t s from t h e crowd of e x c i t e d sky e l v e s , w a i t i n g t o g r e e t you ’
def a c t i o n ( command ) :
command = command . lower ( ) [ 0 ]
s w i t c h e r = {
’ u ’ : 150 ,
’ d ’ : −150 ,
’ q ’ : 0
}
re turn s w i t c h e r . g e t ( command , −1)
def miniGame ( a l t i t u d e ) :
pr in t ( ”\n=====================\n−[ A l t i t u d e ” + s t r ( a l t i t u d e ) + ” f e e t ]−\nA
m i s c h i e v o u s quantum c l o u d b l o c k s your way and c h a l l e n g e s you t o a game ! ” )
pr in t ( ”He has s t o l e n a m a g i c a l u n i c o r n j e w e l from t h e c a s t l e !\ n I f you can g u e s s
which j e w e l i s t h e r e a l one b e f o r e t h e c loud , you ’ l l be rewarded .\ n I f you l o s e
, you ’ l l f a c e a p e n a l t y . ” )
bonus = 0
# Read i n p u t .
command = input ( ”Do you want t o p l a y h i s game? [ yes , no ] : ” ) . l ower ( )
i f command [ 0 ] == ’ y ’ :
# S e l e c t a random number ( r e t u r n e d as an a r r a y o f b i t s ) .
pr in t ( ” The m i s c h i e v o u s c l o u d b l i n k s h i s eyes . You h e a r a c r a c k o f t h u n d e r . A
u n i c o r n j e w e l has been chosen . ” )
s e c r e t = random . r a n d i n t ( 1 , 14) # 1−14
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# Begin t h e mini−game loop .
isGuessGameOver = F a l s e
round = 0
j e w e l s = [ ]
f o r i in range ( 1 4 ) :
j e w e l s . append ( g e t J e w e l ( i + 1 ) )
# Memory f o r t h e computer t o s e l e c t an answer from .
memory = j e w e l s . copy ( )
whi le not isGuessGameOver :
# L e t t h e p l a y e r make a g u e s s .
round = round + 1
# S e l e c t a j e w e l .
command = ’ ’
whi le not command . lower ( ) in j e w e l s :
command = input ( ” Round ” + s t r ( round ) + ” . Which u n i c o r n j e w e l i s t h e r e a l
one ? [ ” + ’ , ’ . j o i n ( j e w e l s ) + ” ] : ” ) . l ower ( )
# Make t h e s e l e c t e d i n d e x 1−based t o match our s e c r e t number and be w i t h i n
t h e s e l e c t e d range .
i n d e x = j e w e l s . i n d e x ( command ) + 1 i f command in j e w e l s e l s e −1
# Check i f t h e p l a y e r g u e s s e s t h e c o r r e c t number .
i f i n d e x == s e c r e t :
pr in t ( ”You g u e s s e d c o r r e c t ! ” )
pr in t ( ” A l t i t u d e + 100 ” )
bonus = 100
isGuessGameOver = True
e l s e :
pr in t ( ”You g u e s s e d wrong . ” )
# Remove t h i s j e w e l from t h e l i s t o f a v a i l a b l e c h o i c e s f o r t h e computer
p l a y e r .
memory . pop ( i n d e x − 1)
# L e t t h e computer make a g u e s s .
i f not isGuessGameOver :
# The computer ’ s g u e s s i s a number from t h e r e m a i n i n g c h o i c e s .
c o m p u t e r R e s u l t = random . r a n d i n t ( 1 , l en ( memory ) )
pr in t ( ” The m i s c h i e v o u s c l o u d g u e s s e s ” + g e t J e w e l ( c o m p u t e r R e s u l t ) + ’ . ’ )
i f c o m p u t e r R e s u l t == s e c r e t :
pr in t ( ” Haha , I win , s a y s t h e m i s c h i e v o u s c l o u d !\ nDon ’ t say I d idn ’ t warn
you ! ” )
pr in t ( ” A l t i t u d e − 100 ” )
bonus = −100
isGuessGameOver = True
e l s e :
# Remove t h i s j e w e l from t h e l i s t o f a v a i l a b l e c h o i c e s f o r t h e computer
p l a y e r .
memory . pop ( c o m p u t e r R e s u l t − 1)
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# R e t ur n t h e new a l t i t u d e + bonus ( or p e n a l t y ) .
re turn ( a l t i t u d e + bonus ) i f ( a l t i t u d e + bonus ) >= 0 e l s e 0
isGameOver = F a l s e # I n d i c a t e s when t h e game i s c o m p l e t e .
a l t i t u d e = 0 # C u r r e n t a l t i t u d e o f p l a y e r . Once goa l i s reached , t h e game ends .
g o a l = 1024 # Max a l t i t u d e f o r t h e p l a y e r t o reach t o end t h e game .
t u r n s = 0 # T o t a l c o u n t o f t u r n s i n t h e game .
# Genera te a random name u s i n g a random number g e n e r a t o r .
name = getName ( random . r a n d i n t ( 1 , 16) ) + ’ ’ + getName ( random . r a n d i n t ( 1 , 16) )
pr in t ( ’================ ’ )
pr in t ( ’ F l y i n g Unicorn ’ )
pr in t ( ’================ ’ )
pr in t ( ’ ’ )
pr in t ( ’ Your m a j e s t i c u n i c o r n , ’ + name + ’ , i s r e a d y f o r f l i g h t ! ’ )
pr in t ( ’ A f t e r a long n i g h t o f p r e p a r a t i o n and c e l e b r a t i o n , i t \ ’ s t ime t o v i s i t t h e
c a s t l e i n t h e c l o u d s . ’ )
pr in t ( ’ Use your keyboard t o f l y up or down on a quantum computer , a s you as ce n d
your way i n t o t h e c a s t l e . ’ )
pr in t ( ’ ’ )
# Begin main game loop .
whi le not isGameOver :
# Get i n p u t from t h e u s e r .
command = ’ ’
whi le not command . lower ( ) in [ ’ u ’ , ’ d ’ , ’ q ’ , ’ up ’ , ’down ’ , ’ q u i t ’ ] :
# Read i n p u t .
command = input ( ”\n=====================\n−[ A l t i t u d e ” + s t r ( a l t i t u d e ) + ”
f e e t ]−\n ” + name + ” ” + s t a t u s ( a l t i t u d e ) + ” . \ n [ up , down , q u i t ] : ” ) . l ower ( )
# P r o c e s s i n p u t .
m o d i f i e r = a c t i o n ( command )
i f m o d i f i e r == 0 :
isGameOver = True
e l i f m o d i f i e r == −1:
pr in t ( ”What? ” )
e l s e :
i f m o d i f i e r > 0 :
pr in t ( ”You s o a r i n t o t h e sky . ” )
e l i f m o d i f i e r < 0 :
i f a l t i t u d e > 0 :
pr in t ( ”You d i v e down lower . ” )
e l s e :
pr in t ( ” Your u n i c o r n can ’ t f l y i n t o t h e ground ! ” )
t u r n s = t u r n s + 1
# Move t h e p l a y e r w i t h some randomness .
a l t i t u d e = a l t i t u d e + m o d i f i e r + random . r a n d i n t ( 1 , 50) # 1−50
# Did t h e p l a y e r reach t h e c a s t l e ?
i f a l t i t u d e >= g o a l :
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pr in t ( ’ C o n g r a t u l a t i o n s ! ’ + name + ’ s o a r s i n t o t h e c a s t l e g a t e s ! ’ )
isGameOver = True
e l i f a l t i t u d e > 0 :
# Check i f we s h o u l d p l a y a mini−game .
i f random . r a n d i n t ( 1 , 16) > 1 2 :
# Play t h e mini−game and t h e n a p p l y a bonus or p e n a l t y t o a l t i t u d e .
a l t i t u d e = miniGame ( a l t i t u d e )
e l s e :
a l t i t u d e = 0
i f not isGameOver and a l t i t u d e >= g o a l :
pr in t ( ’ C o n g r a t u l a t i o n s ! ’ + name + ’ s o a r s i n t o t h e c a s t l e g a t e s ! ’ )
isGameOver = True
pr in t ( ” The game ended i n ” + s t r ( t u r n s ) + ” ro un ds . ” + ( ”You won , g r e a t j o b ! : ) ”
i f a l t i t u d e >= g o a l e l s e ” B e t t e r l u c k n e x t t ime . : ( ” ) )
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B. Quantum Implementation of Flying Unicorn
Flying Unicorn implemented with QisKit for a Quantum Computer.
#
# F l y i n g Unicorn
# A s i m p l e quantum game where t h e p l a y e r has t o f l y a u n i c o r n t o t h e c a s t l e .
#
import math
import q i s k i t
from q i s k i t import C l a s s i c a l R e g i s t e r , Quan tumRegis te r , Q u a n t u m C i r c u i t
from q i s k i t import IBMQ
import numpy as np
import o p e r a t o r
import t ime
import a s t
from c o n f i g p a r s e r import RawConf igPar se r
from r a n d o m i n t import random , randomInt , b i t s T o I n t
# S e l e c t s t h e e n v i r o n m e n t t o run t h e game on : s i m u l a t o r or r e a l
d e v i c e = ’ sim ’ ;
def run ( program , type , s h o t s = 100) :
i f type == ’ r e a l ’ :
i f not run . i s I n i t :
# S e t u p t h e API key f o r t h e r e a l quantum computer .
p a r s e r = RawConf igPar se r ( )
p a r s e r . r e a d ( ’ c o n f i g . i n i ’ )
# Read c o n f i g u r a t i o n v a l u e s .
p r o x i e s = a s t . l i t e r a l e v a l ( p a r s e r . g e t ( ’IBM ’ , ’ p r o x i e s ’ ) ) i f p a r s e r .
h a s o p t i o n ( ’IBM ’ , ’ p r o x i e s ’ ) e l s e None
v e r i f y = ( True i f p a r s e r . g e t ( ’IBM ’ , ’ v e r i f y ’ ) == ’ True ’ e l s e F a l s e ) i f
p a r s e r . h a s o p t i o n ( ’IBM ’ , ’ v e r i f y ’ ) e l s e True
t o k e n = p a r s e r . g e t ( ’IBM ’ , ’ key ’ )
IBMQ . e n a b l e a c c o u n t ( t o k e n = token , p r o x i e s = p r o x i e s , v e r i f y = v e r i f y )
run . i s I n i t = True
# S e t t h e backend s e r v e r .
backend = q i s k i t . p r o v i d e r s . ibmq . l e a s t b u s y ( q i s k i t . IBMQ . backends ( s i m u l a t o r = F a l s e
) )
# E x e c u t e t h e program on t h e quantum machine .
pr in t ( ” Running on ” , backend . name ( ) )
s t a r t = t ime . t ime ( )
j o b = q i s k i t . e x e c u t e ( program , backend )
r e s u l t = j o b . r e s u l t ( ) . g e t c o u n t s ( )
s t o p = t ime . t ime ( )
pr in t ( ” Reques t comple t ed i n ” + s t r ( round ( ( s t o p − s t a r t ) / 60 , 2 ) ) + ”m ” + s t r
( round ( ( s t o p − s t a r t ) % 60 , 2 ) ) + ” s ” )
re turn r e s u l t
e l s e :
# E x e c u t e t h e program i n t h e s i m u l a t o r .
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pr in t ( ” Running on t h e s i m u l a t o r . ” )
s t a r t = t ime . t ime ( )
j o b = q i s k i t . e x e c u t e ( program , q i s k i t . Aer . g e t b a c k e n d ( ’ q a s m s i m u l a t o r ’ ) , s h o t s =
s h o t s )
r e s u l t = j o b . r e s u l t ( ) . g e t c o u n t s ( )
s t o p = t ime . t ime ( )
pr in t ( ” Reques t comple t ed i n ” + s t r ( round ( ( s t o p − s t a r t ) / 60 , 2 ) ) + ”m ” + s t r
( round ( ( s t o p − s t a r t ) % 60 , 2 ) ) + ” s ” )
re turn r e s u l t
def getName ( i n d e x ) :
names = {
1 : ’ Golden ’ ,
2 : ’ S p a r k l e ’ ,
3 : ’ T w i l i g h t ’ ,
4 : ’ Rainbow ’ ,
5 : ’ Mis t ’ ,
6 : ’Bow ’ ,
7 : ’ Cloud ’ ,
8 : ’ Sky ’ ,
9 : ’ Magic ’ ,
1 0 : ’ P i x e l ’ ,
1 1 : ’ S p r i t e ’ ,
1 2 : ’ Mansion ’ ,
1 3 : ’ Dark ’ ,
1 4 : ’ L i g h t ’ ,
1 5 : ’ Crimson ’
}
re turn names . g e t ( index , ’ Mystery ’ )
def g e t J e w e l ( i n d e x ) :
names = {
1 : ’ a m e t h y s t ’ ,
2 : ’ s a p p h i r e ’ ,
3 : ’ emera ld ’ ,
4 : ’ j a d e ’ ,
}
re turn names . g e t ( index , ’ Mystery ’ )
# Get t h e s t a t u s f o r t h e c u r r e n t s t a t e o f t h e u n i c o r n .
def s t a t u s ( a l t i t u d e ) :
i f a l t i t u d e == 0 :
re turn ’ i s w a i t i n g f o r you on t h e ground ’
e l i f a l t i t u d e <= 100 :
re turn ’ i s f l o a t i n g g e n t l y above t h e ground ’
e l i f a l t i t u d e <= 200 :
re turn ’ i s h o v e r i n g j u s t above t h e e v e r g r e e n s e a o f t r e e s ’
e l i f a l t i t u d e <= 300 :
re turn ’ i s a p p r o a c h i n g t h e f i r s t m i s t y c l o u d l a y e r ’
e l i f a l t i t u d e <= 400 :
re turn ’ has s o a r e d t h r o u g h t h e m i s t y p ink c l o u d s ’
e l i f a l t i t u d e <= 500 :
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re turn ’ i s w e l l above t h e m i s t y c l o u d s ’
e l i f a l t i t u d e <= 600 :
re turn ’You can b a r e l y s e e t h e e v e r g r e e n s e a o f t r e e s from t h i s h igh up ’
e l i f a l t i t u d e <= 700 :
re turn ’ i s s o a r i n g t h r o u g h t h e sky ’
e l i f a l t i t u d e <= 800 :
re turn ’You can s e e t h e f i r s t g l i m p s e o f t h e go lde n c a s t l e g a t e s j u s t above you
’
e l i f a l t i t u d e <= 900 :
re turn ’ i s n e a r l y a t t h e m y s t i c a l c a s t l e g a t e s ’
e l i f a l t i t u d e < 1000 :
re turn ’ s w i f t l y g l i d e s t h r o u g h t h e m y s t i c a l c a s t l e g a t e . You\ ’ r e a l m o s t t h e r e ’
e l s e :
re turn ’A r o a r e m i t s from t h e crowd of e x c i t e d sky e l v e s , w a i t i n g t o g r e e t you ’
def a c t i o n ( command ) :
command = command . lower ( ) [ 0 ]
s w i t c h e r = {
’ u ’ : 150 ,
’ d ’ : −150 ,
’ q ’ : 0
}
re turn s w i t c h e r . g e t ( command , −1)
def o r a c l e ( s e c r e t P r o g r a m , qr , s e c r e t ) :
# Conver t t h e l i s t o f 1 ’ s and 0 ’ s i n s e c r e t i n t o an a r r a y .
s e c r e t = np . a s a r r a y ( s e c r e t )
# Find a l l b i t s w i t h a v a l u e o f 0 .
i n d i c e s = np . where ( s e c r e t == 0) [ 0 ]
# I n v e r t t h e b i t s a s s o c i a t e d w i t h a v a l u e o f 0 .
f o r i in range ( l en ( i n d i c e s ) ) :
# We want t o read b i t s , s t a r t i n g w i t h t h e r i g h t−most v a l u e as i n d e x 0 .
i n d e x = i n t ( l en ( s e c r e t ) − 1 − i n d i c e s [ i ] )
# I n v e r t t h e q u b i t .
s e c r e t P r o g r a m . x ( q r [ i n d e x ] )
def g u e s s ( s e c r e t ) :
# Apply 4− b i t Grover ’ s s e a r c h t o i d e n t i f y a t a r g e t a r r a y o f b i t s amongst a l l
c o m b i n a t i o n s o f b i t s i n 1 program e x e c u t i o n .
# C re a t e 2 q u b i t s f o r t h e i n p u t a r r a y .
qr = Quan tumReg i s t e r ( 4 )
# C re a t e 2 r e g i s t e r s f o r t h e o u t p u t .
c r = C l a s s i c a l R e g i s t e r ( 4 )
guessProgram = Q u a n t u m C i r c u i t ( qr , c r )
# Place t h e q u b i t s i n t o s u p e r p o s i t i o n t o r e p r e s e n t a l l p o s s i b l e v a l u e s .
guessProgram . h ( q r )
# Run o r a c l e on key . I n v e r t t h e 0−v a l u e b i t s .
o r a c l e ( guessProgram , qr , s e c r e t )
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# Apply Grover ’ s a l g o r i t h m w i t h a t r i p l e c o n t r o l l e d P a u l i Z−g a t e ( cccZ ) .
guessProgram . cu1 ( np . p i / 4 , q r [ 0 ] , q r [ 3 ] )
guessProgram . cx ( q r [ 0 ] , q r [ 1 ] )
guessProgram . cu1(−np . p i / 4 , q r [ 1 ] , q r [ 3 ] )
guessProgram . cx ( q r [ 0 ] , q r [ 1 ] )
guessProgram . cu1 ( np . p i / 4 , q r [ 1 ] , q r [ 3 ] )
guessProgram . cx ( q r [ 1 ] , q r [ 2 ] )
guessProgram . cu1(−np . p i / 4 , q r [ 2 ] , q r [ 3 ] )
guessProgram . cx ( q r [ 0 ] , q r [ 2 ] )
guessProgram . cu1 ( np . p i / 4 , q r [ 2 ] , q r [ 3 ] )
guessProgram . cx ( q r [ 1 ] , q r [ 2 ] )
guessProgram . cu1(−np . p i / 4 , q r [ 2 ] , q r [ 3 ] )
guessProgram . cx ( q r [ 0 ] , q r [ 2 ] )
guessProgram . cu1 ( np . p i / 4 , q r [ 2 ] , q r [ 3 ] )
# R e v e r s e t h e i n v e r s i o n s by t h e o r a c l e .
o r a c l e ( guessProgram , qr , s e c r e t )
# A m p l i f i c a t i o n .
guessProgram . h ( q r )
guessProgram . x ( q r )
# Apply Grover ’ s a l g o r i t h m w i t h a t r i p l e c o n t r o l l e d P a u l i Z−g a t e ( cccZ ) .
guessProgram . cu1 ( np . p i / 4 , q r [ 0 ] , q r [ 3 ] )
guessProgram . cx ( q r [ 0 ] , q r [ 1 ] )
guessProgram . cu1(−np . p i / 4 , q r [ 1 ] , q r [ 3 ] )
guessProgram . cx ( q r [ 0 ] , q r [ 1 ] )
guessProgram . cu1 ( np . p i / 4 , q r [ 1 ] , q r [ 3 ] )
guessProgram . cx ( q r [ 1 ] , q r [ 2 ] )
guessProgram . cu1(−np . p i / 4 , q r [ 2 ] , q r [ 3 ] )
guessProgram . cx ( q r [ 0 ] , q r [ 2 ] )
guessProgram . cu1 ( np . p i / 4 , q r [ 2 ] , q r [ 3 ] )
guessProgram . cx ( q r [ 1 ] , q r [ 2 ] )
guessProgram . cu1(−np . p i / 4 , q r [ 2 ] , q r [ 3 ] )
guessProgram . cx ( q r [ 0 ] , q r [ 2 ] )
guessProgram . cu1 ( np . p i / 4 , q r [ 2 ] , q r [ 3 ] )
# R e v e r s e t h e a m p l i f i c a t i o n .
guessProgram . x ( q r )
guessProgram . h ( q r )
# Measure t h e r e s u l t .
guessProgram . b a r r i e r ( q r )
guessProgram . measure ( qr , c r )
# Obta in a measurement and check i f i t matches t h e password ( w i t h o u t e r r o r ) .
r e s u l t s = run ( guessProgram , d e v i c e )
pr in t ( r e s u l t s )
answer = max ( r e s u l t s . i t e m s ( ) , key= o p e r a t o r . i t e m g e t t e r ( 1 ) ) [ 0 ]
# Conver t t h e b i n a r y number t o an a r r a y o f c h a r a c t e r s .
a r r R e s u l t = l i s t ( answer )
# Conver t t h e a r r a y o f c h a r a c t e r s t o an a r r a y o f i n t e g e r s ( 1 ’ s and 0 ’ s ) .
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a r r R e s u l t I n t = [ i n t ( i ) f o r i in a r r R e s u l t ]
# Conver t t h e r e s u l t t o an i n t e g e r .
re turn b i t s T o I n t ( a r r R e s u l t I n t )
def miniGame ( a l t i t u d e ) :
pr in t ( ”\n=====================\n−[ A l t i t u d e ” + s t r ( a l t i t u d e ) + ” f e e t ]−\nA
m i s c h i e v o u s quantum c l o u d b l o c k s your way and c h a l l e n g e s you t o a game ! ” )
pr in t ( ”He has s t o l e n a m a g i c a l u n i c o r n j e w e l from t h e c a s t l e !\ n I f you can g u e s s
which j e w e l i s t h e r e a l one b e f o r e t h e c loud , you ’ l l be rewarded .\ n I f you l o s e
, you ’ l l f a c e a p e n a l t y . ” )
bonus = 0
# Read i n p u t .
command = input ( ”Do you want t o p l a y h i s game? [ yes , no ] : ” ) . l ower ( )
i f command [ 0 ] == ’ y ’ :
# S e l e c t a random number ( r e t u r n e d as an a r r a y o f b i t s ) .
pr in t ( ” The m i s c h i e v o u s c l o u d b l i n k s h i s eyes . You h e a r a c r a c k o f t h u n d e r . A
u n i c o r n j e w e l has been chosen . ” )
s e c r e t = random ( 1 5 ) # 1−14
s e c r e t I n t = b i t s T o I n t ( s e c r e t )
low = 1
h igh = 14
pr in t ( ” P s s t . The s e c r e t i s ” + s t r ( s e c r e t I n t ) )
# Give t h e p l a y e r a chance a g a i n s t t h e quantum a l g o r i t h m by b r e a k i n g t h e
g u e s s e s i n t o r an ge s o f 4 c h o i c e s (25% chance ) .
i f s e c r e t I n t < 5 :
low = 1
h igh = 4
e l i f s e c r e t I n t < 9 :
low = 5
h igh = 8
e l i f s e c r e t I n t < 1 3 :
low = 9
h igh = 12
e l s e :
low = 13
h igh = 14
# Begin t h e mini−game loop .
isGuessGameOver = F a l s e
round = 0
whi le not isGuessGameOver :
# L e t t h e p l a y e r make a g u e s s .
round = round + 1
j e w e l s = [ ]
f o r i in range ( h igh − low + 1) :
j e w e l s . append ( g e t J e w e l ( i + 1 ) )
# S e l e c t a j e w e l .
command = ’ ’
whi le not command . lower ( ) in j e w e l s :
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command = input ( ” Round ” + s t r ( round ) + ” . Which u n i c o r n j e w e l i s t h e r e a l
one ? [ ” + ’ , ’ . j o i n ( j e w e l s ) + ” ] : ” ) . l ower ( )
# Make t h e s e l e c t e d i n d e x 1−based t o match our s e c r e t number and be w i t h i n
t h e s e l e c t e d range .
i n d e x = low + j e w e l s . i n d e x ( command ) i f command in j e w e l s e l s e −1
# Check i f t h e p l a y e r g u e s s e s t h e c o r r e c t number .
i f i n d e x == s e c r e t I n t :
pr in t ( ”You g u e s s e d c o r r e c t ! ” )
pr in t ( ” A l t i t u d e + 100 ” )
bonus = 100
isGuessGameOver = True
e l s e :
pr in t ( ”You g u e s s e d wrong . ” )
# L e t t h e computer make a g u e s s .
i f not isGuessGameOver :
# The computer ’ s g u e s s i s a b i n a r y number from t h e t o t a l 1−14 range . Thew
quantum p l a y e r doesn ’ t need an advan tage o f range t o make i t e a s i e r !
c o m p u t e r R e s u l t = g u e s s ( s e c r e t )
# Conver t t h e s e a r c h r e s u l t i n d e x i n t o a j e w e l name w i t h i n t h e s e l e c t e d
range .
c o m p u t e r J e w e l I n d e x = c o m p u t e r R e s u l t − low + 1
pr in t ( ” The m i s c h i e v o u s c l o u d g u e s s e s ” + g e t J e w e l ( c o m p u t e r J e w e l I n d e x ) + ’ . ’
)
i f c o m p u t e r R e s u l t == s e c r e t I n t :
pr in t ( ” Haha , I win , s a y s t h e m i s c h i e v o u s c l o u d !\ nDon ’ t say I d idn ’ t warn
you ! A f t e r a l l , I l i v e i n t h e quantum wor ld ! =) ” )
pr in t ( ” A l t i t u d e − 100 ” )
bonus = −100
isGuessGameOver = True
# R e t ur n t h e new a l t i t u d e + bonus ( or p e n a l t y ) .
re turn ( a l t i t u d e + bonus ) i f ( a l t i t u d e + bonus ) >= 0 e l s e 0
run . i s I n i t = F a l s e # I n d i c a t e t h a t we need t o i n i t i a l i z e t h e IBM Q API i n t h e run ( )
method .
isGameOver = F a l s e # I n d i c a t e s when t h e game i s c o m p l e t e .
a l t i t u d e = 0 # C u r r e n t a l t i t u d e o f p l a y e r . Once goa l i s reached , t h e game ends .
e r r o r B u f f e r = (75 i f d e v i c e == ’ r e a l ’ e l s e 0) # Amount t o add t o measurements on
r e a l quantum computer t o a c c o u n t f o r e r r o r r a t e , o t h e r w i s e p l a y e r can n e v e r
reach goa l due t o measurement e r r o r even a t 100% i n v e r t o f q u b i t .
g o a l = 1024 − e r r o r B u f f e r # Max a l t i t u d e f o r t h e p l a y e r t o reach t o end t h e game .
s h o t s = g o a l + e r r o r B u f f e r # Number o f measurements on t h e quantum machine ; when
s h o t s == goal , t h e p l a y e r reached t h e goa l ; we i n c l u d e a b u f f e r on p h y s i c a l
quantum compu te r s t o a c c o u n t f o r n a t u r a l e r r o r .
t u r n s = 0 # T o t a l c o u n t o f t u r n s i n t h e game .
# Genera te a random name u s i n g a quantum random number g e n e r a t o r .
name = getName ( randomIn t ( 1 5 ) ) + ’ ’ + getName ( randomIn t ( 1 5 ) )
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pr in t ( ’================ ’ )
pr in t ( ’ F l y i n g Unicorn ’ )
pr in t ( ’================ ’ )
pr in t ( ’ ’ )
pr in t ( ’ Your m a j e s t i c u n i c o r n , ’ + name + ’ , i s r e a d y f o r f l i g h t ! ’ )
pr in t ( ’ A f t e r a long n i g h t o f p r e p a r a t i o n and c e l e b r a t i o n , i t \ ’ s t ime t o v i s i t t h e
c a s t l e i n t h e c l o u d s . ’ )
pr in t ( ’ Use your keyboard t o f l y up or down on a quantum computer , a s you as ce n d
your way i n t o t h e c a s t l e . ’ )
pr in t ( ’ ’ )
# Begin main game loop .
whi le not isGameOver :
# S e t u p a q u b i t t o r e p r e s e n t t h e u n i c o r n .
u n i c o r n = Quan tumReg i s t e r ( 1 )
u n i c o r n C l a s s i c = C l a s s i c a l R e g i s t e r ( 1 )
program = Q u a n t u m C i r c u i t ( u n i c o r n , u n i c o r n C l a s s i c ) ;
# Get i n p u t from t h e u s e r .
command = ’ ’
whi le not command . lower ( ) in [ ’ u ’ , ’ d ’ , ’ q ’ , ’ up ’ , ’down ’ , ’ q u i t ’ ] :
# Read i n p u t .
command = input ( ”\n=====================\n−[ A l t i t u d e ” + s t r ( a l t i t u d e ) + ”
f e e t ]−\n ” + name + ” ” + s t a t u s ( a l t i t u d e ) + ” . \ n [ up , down , q u i t ] : ” ) . l ower ( )
# P r o c e s s i n p u t .
m o d i f i e r = a c t i o n ( command )
i f m o d i f i e r == 0 :
isGameOver = True
e l i f m o d i f i e r == −1:
pr in t ( ”What? ” )
e l s e :
i f m o d i f i e r > 0 :
pr in t ( ”You s o a r i n t o t h e sky . ” )
e l i f m o d i f i e r < 0 :
i f a l t i t u d e > 0 :
pr in t ( ”You d i v e down lower . ” )
e l s e :
pr in t ( ” Your u n i c o r n can ’ t f l y i n t o t h e ground ! ” )
t u r n s = t u r n s + 1
# C a l c u l a t e t h e amount o f NOT t o a p p l y t o t h e q u b i t , based on t h e p e r c e n t o f
t h e new a l t i t u d e from t h e goa l .
f r a c = ( a l t i t u d e + m o d i f i e r ) / g o a l
i f f r a c >= 1 :
# The u n i c o r n i s a t or beyond t h e goal , so j u s t i n v e r t t h e 0−q u b i t t o a 1−
q u b i t f o r 100% o f goa l .
# Note : On a r e a l quantum machine t h e e r r o r r a t e i s l i k e l y t o cause NOT( 0 ) t o
n o t go a l l t h e way t o 1 , s t a y i n g around 1=862 and 0=138 , e t c .
program . x ( u n i c o r n )
e l i f f r a c > 0 :
# Apply a p e r c e n t a g e o f t h e NOT o p e r a t o r t o t h e u n i c o r n ( q u b i t ) ,
c o o r e s p o n d i n g t o how h igh t h e u n i c o r n i s .
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program . u3 ( f r a c ∗ math . pi , 0 . 0 , 0 . 0 , u n i c o r n )
# C o l l a p s e t h e q u b i t s u p e r p o s i t i o n by measur ing i t , f o r c i n g i t t o a v a l u e o f 0
or 1 .
program . measure ( u n i c o r n , u n i c o r n C l a s s i c ) ;
# E x e c u t e on quantum machine .
c o u n t s = run ( program , dev i ce , s h o t s )
pr in t ( c o u n t s )
# S e t t h e a l t i t u d e based upon t h e number o f 1 c o u n t s i n t h e quantum r e s u l t s .
a l t i t u d e = c o u n t s [ ’ 1 ’ ] i f ’ 1 ’ in c o u n t s e l s e 0
# Did t h e p l a y e r reach t h e c a s t l e ?
i f a l t i t u d e >= g o a l :
pr in t ( ’ C o n g r a t u l a t i o n s ! ’ + name + ’ s o a r s i n t o t h e c a s t l e g a t e s ! ’ )
isGameOver = True
e l i f a l t i t u d e > 0 :
# Check i f we s h o u l d p l a y a mini−game .
i f r andomIn t ( 1 5 ) > 1 0 :
# Play t h e mini−game and t h e n a p p l y a bonus or p e n a l t y t o a l t i t u d e .
a l t i t u d e = miniGame ( a l t i t u d e )
i f not isGameOver and a l t i t u d e >= g o a l :
pr in t ( ’ C o n g r a t u l a t i o n s ! ’ + name + ’ s o a r s i n t o t h e c a s t l e g a t e s ! ’ )
isGameOver = True
pr in t ( ” The game ended i n ” + s t r ( t u r n s ) + ” ro un ds . ” + ( ”You won , g r e a t j o b ! : ) ”
i f a l t i t u d e >= g o a l e l s e ” B e t t e r l u c k n e x t t ime . : ( ” ) )
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