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Kumpulan tiedekirjasto
Ajax- ja HTML5-teknologiat ovat synnyttäneet uusia asiakaspuolen teknologioita, kuten
AngularJS-sovelluskehys. AngularJS-sovelluskehys mahdollistaa siirtymisen Ajax-teknologialla
rikastetuista yksittäisistä sivuista kokonaan Ajax-pohjaisiin web-asiakassovelluksiin, jolloin
koko käyttöliittymälogiikka voidaan siirtää palvelimelta selaimen ajettavaksi.
Web-asiakassovellukset ja niiden käyttämät kommunikaatiokanavat ovat alttiita haavoittu-
vuuksille ja tietoturvauhille. Näitä ovat salakuuntelu, mies välissä -hyökkäykset, verkkosivun
rakennetta muuttavat välityshyökkäykset, sivustojen välinen pyyntöhuijaus, ulkopuolisten
komponenttien käytön aiheuttamat uhat ja klikkauskaappaukset.
Web-asiakassovelluksia vastaan kohdistuvien tietoturvauhkien torjumiseksi on kehitetty
uusia tietoturvamekanismeja verkon ja HTTP-protokollan eri tasoille. Näitä ovat HTTP-
yhteyskäytännön tiukka tiedonsiirtosuoja, sisällön suojauskäytäntö, yhdistelmäsisällön estä-
minen, aliresurssin eheys, Secure- ja HttpOnly-evästeet, kehyksen sandbox-attribuutti sekä
selauskontekstien väliseen kommunikaatioon tarkoitettu postMessage-rajapinta.
HTTP-yhteyskäytännön tiukka tiedonsiirtosuoja, yhdistelmäsisällön estäminen ja Secure-
evästeet torjuvat tehokkaasti salakuuntelun ja mies välissä -hyökkäykset. Sisällön suojaus-
käytäntö ja HttpOnly-evästeet torjuvat verkkosivun rakennetta muuttavia välityshyökkäyk-
siä. Sisällön suojauskäytäntö suojaa myös osalta klikkauskaappauksista. Aliresurssin eheys
takaa skripti- ja tyylitiedostojen eheyden. Kehysten sandbox-attribuutilla ja postMessage-
rajapinnalla voidaan liittää turvallisesti ulkopuolisia sisältöjä ja kommunikoida niiden kanssa.
HTTP-yhteyskäytännön tiukan tiedonsiirtosuojan ja Secure-evästeiden käytössä suurimmat
haasteet liittyvät lähinnä tietoturvamekanismien oikeaan konfigurointiin. Sen sijaan sisällön
suojauskäytännön käyttöönotossa on ongelmia erityisesti parhaiden käytäntöjen yhteensovit-
tamisessa. Aliresurssin eheys toimii teoriassa, mutta käytännössä siltä puuttuu vielä riittävä
selaintuki. Kehysten sandbox-attribuutti ja postMessage-rajapinta ovat puolestaan erittäin
virhealttiita.
Selainpohjaisten tietoturvamekanismien kattavuudessa on myös puutteita: sivustojen välisiä
pyyntöhuijauksia, uusia HTML5:n rajapintoja hyödyntäviä eheyden väliaikaisesti vaarantavia
klikkauskaappauksia ja mobiililaitteiden helppokäyttöisyysominaisuuksia hyödyntäviä napau-
tuskaappauksia vastaan ei ole toistaiseksi tarjolla varteenotettavia tietoturvamekanismeja.
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1 Johdanto
Ajax- ja HTML5-teknologiat ovat synnyttäneet kokonaan uudenlaisia asia-
kaspuolen teknologioita, kuten AngularJS-sovelluskehys [Was13]. Näiden tek-
nologioiden myötä voidaan rakentaa interaktiivisempia ja käyttöliittymältään
rikkaampia Ajax-pohjaisia web-sovelluksia [HS10]. AngularJS-sovelluskehys
mahdollistaa siirtymisen Ajax-teknologialla rikastetuista yksittäisistä sivuista
kokonaan Ajax-pohjaisiin web-asiakassovelluksiin, jolloin koko käyttöliittymä-
logiikka voidaan siirtää palvelimelta selaimen ajettavaksi [Was13]. Tällaisia
web-asiakassovelluksia kutsutaan myös yhden sivun sovelluksiksi (Single-Page
Application, SPA), sillä ne lataavat sivun palvelimelta ainoastaan kerran
sovelluksen käynnistyessä [GS13].
Web-asiakassovellukset ja uudet asiakaspuolen teknologiat ovat avanneet oven
uudenlaisille haavoittuvuuksille ja tietoturvauhille [HS10]. Näihin kuuluvat
muun muassa erilaiset verkkosivun rakennetta muuttavat välityshyökkäyk-
set, sivustojen välinen pyyntöhuijaus, klikkauskaappaukset ja mies välissä
-hyökkäykset. Web-asiakassovelluksille on myös tyypillistä liittää kirjastoja
ulkopuolisista lähteistä, mikä voi altistaa sovellukset hyökkäyksille [NIK+12].
Erityisesti verkkosivun rakennetta muuttavat välityshyökkäykset ovat hel-
tymätön uhka web-sovelluksille ja niiden torjunta on osoittautunut erittäin
vaikeaksi ison mittakaavan web-sovelluksissa [Ker14]. Esimerkiksi Twitter-
mikroblogipalvelu joutui sulkemaan hetkellisesti TweetDeck-palvelunsa vuon-
na 2014 verkkosivun rakennetta muuttavan välityshyökkäyksen kautta levin-
neiden matoviruksien takia [Zet14].
AngularJS-sovelluskehys sisältää sisäänrakennetun tietoturvamekanismin,
joka estää HTML-koodin lisäämisen suoraan sisältöön [Angd]. Siitä huo-
limatta varsinaisesta sovelluskehyksestä [mus] sekä sille tehdyistä suosituista
kirjastoista [anga] on löytynyt verkkosivun rakennetta muuttavia välityshyök-
käyksiä mahdollistavia haavoittuvuuksia.
Perinteisissä web-sovelluksissa tietoturva on perustunut evästeisiin, saman al-
kuperän käytäntöön sekä salatun HTTPS-protokollaan käyttöön [HTMN15].
Varhaisemmat selainten tietoturvamekanismit ovat perustuneet hyökkäyksien
automaattiseen havaitsemiseen, joka on kuitenkin osoittautunut vaikeaksi.
Esimerkiksi Google Chromen, ja sen pohjana olevan Chromium-projektin
selaimen, verkkosivun rakennetta muuttavat välityshyökkäykset tunnistavan
suodattimen kyvyssä estää DOM-perustaisia rakennetta muuttavia välitys-
hyökkäyksiä on havaittu lukuisia puutteita [LSJ13, SLM+14].
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Web-asiakassovellusten suosion myötä selainvalmistajat ovat alkaneet kehittää
uusia tietoturvamekanismeja verkon ja HTTP-protokollan eri tasoille [HS10].
Näitä tietoturvamekanismeja ovat muun muassa sisällön suojauskäytäntö,
HTTP-yhteyskäytännön tiukka tiedonsiirtosuoja sekä evästeen Secure- ja
HttpOnly-attribuutit. Osa tietoturvamekanismeista on lisätty suoraan olemas-
sa oleviin rajapintoihin, kuten HTML5:n postMessage-rajapintaan [BJM09].
Näissä tietoturvamekanismeissa on kuitenkin päällekkäisyyksiä ja ne on suun-
niteltu suojaamaan vain tietyn tyyppisiltä hyökkäyksiltä [HS10]. Ohjelmis-
tokehittäjillä onkin vaikeuksia löytää näiden joukosta tarvittavat tietotur-
vamekanismit oikeiden uhkien torjumiseksi [KB15]. Tietoturvamekanismien
selaintoteutuksissa saattaa olla virheitä ja niiden vakiintumisessa kestää kau-
an [HTMN15]. Tänä aikana tietoturvamekanismin selaintuki on monesti vielä
puutteellinen [LCGB16].
Tutkielmassa selvitetään minkälaisia uhkia web-asiakassovelluksia vastaan
kohdistuu uhkamallien ja uhkamalleihin perustuvien konkreettisten hyökkäys-
tapojen pohjalta. Tämän jälkeen kartoitetaan nykyaikaiset selainpohjaiset
tietoturvamekanismit. Kartoituksen pohjalta selvitetään, miltä hyökkäysta-
voilta selainpohjaiset tietoturvamekanismit suojaavat AngularJS-pohjaisia
web-asiakassovelluksia, ja mitä puutteita niissä on. Samalla selviää, mitä
erillisiä toteutuksia AngularJS-sovellukset vaativat selainpohjaisten tietotur-
vamekanismien suojauksen ulkopuolelle jääviä hyökkäystapoja vastaan. Tietoa
selainpohjaisten tietoturvamekanismien puutteista voidaan hyödyntää myös
tulevaisuuden standardointityössä.
Tutkielman rakenne on seuraava: luvussa 2 esitellään web-sovellusten keskei-
simmät teknologiat ja toimintaperiaatteet, luvussa 3 esitellään kirjallisuudessa
esitettyjä web-asiakassovelluksia vastaan kohdistuvia uhkamalleja, luvussa 4
esitellään kirjallisuudessa esitettyjä hyökkäystapoja web-asiakassovelluksia
ja niiden käyttämiä kommunikaatiokanavia vastaan, luvussa 5 esitellään
nykyaikaisia selainpohjaisia tietoturvamekanismeja ja luvussa 6 käsitellään
selainpohjaisten tietoturvamekanismien käyttöä ja niissä olevia puutteita
AngularJS-pohjaisten web-asiakassovellusten kontekstissa. Lopuksi luvussa 7
käsitellään tutkielman johtopäätökset.
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2 Web-sovellukset
Tässä luvussa esitellään web-sovellusten keskeisimmät teknologiat ja toiminta-
periaatteet. Perinteiset web-sovellukset ovat perustuneet arkkitehtuuriin, jossa
palvelin välittää jokaisella HTTP-pyynnöllä kokonaisen HTML-dokumentin
selaimelle hahmonnettavaksi [FGM+99]. Ajax-teknologioiden kehityksen myö-
tä 2000-luvun alussa web-sovelluksilla on voitu tehdä asynkronisia HTTP-
pyyntöjä, jotka ovat luoneet edellytykset vuorovaikutteisemmille sovelluk-
sille [Pau05]. Ajax-teknologialla rikastetuista yksittäisistä sivuista on viime
aikoina siirrytty kokonaan Ajax-pohjaisiin web-asiakassovelluksiin, joiden
myötä koko käyttöliittymälogiikka on voitu siirtää palvelimelta selaimen
ajettavaksi [Was13].
2.1 Perinteiset web-sovellukset
Perinteiset web-sovellukset perustuvat arkkitehtuuriin [FGM+99], jossa joka
kerta, kun vaihdetaan sivua tai lähetään tietoja, selain lähettää HTTP-
pyynnön palvelimelle. Palvelin käsittelee pyynnön ja siihen liittyvät paramet-
rit palvelimella ajettavan ohjelmakoodin mukaisesti ja palauttaa vastauksena
selaimelle uuden HTML-dokumentin. Tämän jälkeen selain tekee pyynnöt
dokumentista löytyviin muihin resursseihin, kuten kuva-, skripti- ja tyyliohje-
tiedostoihin, ja hahmontaa HTML-dokumentin. Tällöin jokainen käyttäjän
tekemä toiminto johtaa sivun uudelleen lataamiseen selaimessa.
Kuvassa 1 esitetään perinteisen web-sovelluksen sivun elinkaari, kun käyttäjä
navigoi uudelle sivulle ja lähettää sivulla olevan lomakkeen [Was13]. Selain
lataa sivun ja siihen liittyvät resurssit uudelleen aina saatuaan vastauksen
palvelimelta.
WWW:n (World Wide Web) standardoinnista vastaava W3C (World Wide
Web Consortium) -organisaatio jakaa perinteisen WWW-arkkitehtuurin kol-
meen osaan: resurssien yksilöintiin, toimijoiden, kuten käyttäjät ja sovellukset,
väliseen vuorovaikutukseen ja resurssien esitykseen [JW04]. Näitä vastaavat
WWW-teknologiat ovat resurssien paikan yksilöivä URI, resurssien tiedonsiir-
toon käytetyt HTTP- ja HTTPS-protokollat ja resurssit, kuten HTML- ja
CSS-tiedostot.
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Kuva 1: Perinteisen web-sovelluksen sivun elinkaari [Was13].
2.1.1 URI-tunniste
URI (Uniform Resource Identifier) [BLFM05] on merkkijono, joka yksilöi
tietyn tiedon paikan. URL (Uniform Resource Locator) on URI:n erikoistapaus,
joka yksilöi resurssin paikan WWW:ssä.
URI alkaa protokollalla, joka on useimmiten HTTP- tai salattu HTTPS-
protokolla. Protokollaa seuraa valinnaiset hierarkkiset tunnisteet. Hierark-
kiset tunnisteet sisältävät valinnaisen aidonnusosan, joka koostuu käyttäjä-
tunnuksesta ja salasanasta, sekä isäntänimen, joka on palvelimen yksilöivä
verkkotunnus tai IP-osoite verkossa. Isäntänimen yhteydessä voidaan mää-
ritellä valinnaisesti palvelimen portti. Seuraava tunniste on polku, joka on
protokollan lisäksi ainoa pakollinen tunniste ja se kuvaa resurssin sijainnin
palvelimella. Polkua voi seurata kysely, joka on resurssille välitettävä mieli-
valtainen merkkijono. Kysely koostuu useimmiten erotinmerkillä erotelluista
avain–arvo-pareista. Viimeinen tunniste on osatunniste, joka yksilöi resurssin
sisällä olevan osan.
Listauksessa 1 on kuvattu URI-tunnisteen yleisen muodon osat. Hakasulkeissa
kuvatut osat ovat valinnaisia.
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1 protokolla:[//[käyttäjätunnus:salasana@]isäntänimi[:portti]]
[/]polku[?kysely][#osatunniste]↪→
Listaus 1: URI-tunnisteen yleinen muoto [BLFM05].
2.1.2 HTTP-protokolla
HTTP (HyperText Transfer Protocol) [FGM+99] on protokolla, jota asiakkaat
ja palvelimet käyttävät keskinäiseen tiedonsiirtoon WWW:ssä. Asiakkaat ovat
esimerkiksi selaimia, toisia palvelimia tai robotteja. Asiakasohjelma kutsuu
palvelinta avaamalla TCP-yhteyden palvelimelle ja lähettämällä pyynnön.
Palvelin vastaa lähettämällä pyyntöä vastaavan resurssin, joka voi olla teksti-
muotinen, kuten HTML-dokumentti, tai binääridataa, kuten kuvaa, ääntä tai
videota. Kaikki HTTP-pyynnöt ovat tilattomia.
HTTP-yhteys voi olla salattu, jolloin tiedot salataan kumpaankin suuntaan
TLS (Transport Layer Security) -protokollan tai TLS:n edeltäjän SSL (Se-
cure Sockets Layer) -protokollan avulla [Res00]. Tästä käytetään nimitystä
HTTPS (HTTP over SSL/TLS). Salattu yhteys tarvitsee varmenteen, jonka
avulla palvelin voidaan autentikoida. Resursseja, jotka ladataan salaamatto-
man HTTP-yhteyden yli HTTPS-yhteyden yli ladatulla sivulla, kutsutaan
yhdistelmäsisällöksi (mixed content) [JB08].
HTTP-pyynnön ensimmäinen rivi määrittää käytettävän metodin, resurssin
polun kyselyparametreineen sekä protokollan version. Tätä seuraa mahdolliset
nimi–arvo-pareina esitetyt otsikkokentät, joista jokainen on omalla rivillään.
Otsikkokentät lopetetaan tyhjään riviin. Tyhjän rivin jälkeen tulee mahdolli-
nen palvelimelle lähetettävä data. Palvelimen vastauksen ensimmäinen rivi
määrittää tuetun protokollan version, jota seuraa kolminumeroinen tilakoodi
sekä tilakoodia vastaava selkokielinen viesti. Tilakoodia käytetään virheti-
lanteiden ja muutamien muiden erikoistapausten ilmaisuun. Ensimmäistä
riviä seuraavat rivit sisältävät otsikkokentät ja palvelimen lähettämän datan
samaan tapaan kuin pyynnössä.
Varhaisempi HTTP-protokollan versio 1.0 [BLFF96] tukee vain GET-, HEAD- ja
POST-metodeja. GET-metodi on tarkoitettu tietojen hakuun, eikä sillä pitäisi
olla sivuvaikutuksia. HEAD-metodi toimii kuten GET-metodi, mutta se palauttaa
vastauksessa ainoastaan otsikkokentät. POST-metodi on tarkoitettu tietojen
lähetykseen.
Yleisesti tuettu HTTP-protokollan versio 1.1 [FGM+99] lisää OPTIONS-,
PUT-, DELETE-, TRACE- ja CONNECT-metodit. OPTIONS-metodi palauttaa URL-
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osoitteen tukemat metodit, ja selain käyttää sitä ennen PUT-, DELETE- ja
TRACE-pyyntöjä eri lähteistä tulevissa pyynnöissä (cross-origin request) –
pyynnöissä, joilla on eri alkuperä kuin pyynnön tekijällä. PUT-metodi päivit-
tää URL:n osoittaman resurssin tai, mikäli resurssia ei löydy, se voidaan luoda.
DELETE-metodi poistaa URL:n osittaman resurssin. TRACE-metodi on “ping”-
tyyppinen pyyntö, joka palauttaa tiedot välissä olevista välityspalvelimista.
CONNECT-metodi on harvinaisempi ja sitä käytetään yhteyksien pystyttämi-
seen HTTP-välityspalvelimien kautta. Versioon 1.1 on lisätty myöhemmin
PATCH-metodi resurssien osittaiseen päivittämiseen [DS10]. HTTP-protokollan
toinen versio [BPT15] tuo “push”-tyyppisten viestien tuen, jolloin palvelin
voi lähettää viestejä asiakkaalle ilman asiakkaan pyyntöä.
Listauksessa 2 on esimerkki selaimen lähettämästä POST-pyynnöstä palve-
limelle. Rivillä yksi määritellään pyynnön metodi, POST, resurssin polku,
/tervehdi, sekä protokollan versio, HTTP/1.1. Riveillä 2–6 määritellään pyyn-
nön otsikkokentät: pyynnön kohteena olevan palvelimen osoite, pyyntöön käy-
tettävä selain, lähetettävän tiedon tyyppi ja pituus sekä sivu, jolta pyyntö on
lähetetty. Rivillä kahdeksan on määritelty pyynnössä lähetettävä data.
1 POST /tervehdi HTTP/1.1
2 Host: www.example.com
3 User-Agent: Esimerkki-Selain/1.7
4 Content-Type: text/plain
5 Content-Length: 12
6 Referer: http://www.example.com
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8 Hei palvelin
Listaus 2: Esimerkki selaimen lähettämästä POST-pyynnöstä.
Listauksessa 3 on esimerkki palvelimen lähettämästä vastauksesta selaimen te-
kemään onnistuneeseen pyyntöön. Rivillä yksi määritellään tuettu protokollan
versio, HTTP/1.1, tilakoodi, 200, sekä tilakoodia vastaava selkokielinen viesti,
OK. Riveillä 2–4 määritellään vastauksen otsikkokentät: pyynnön käsitelleen
palvelimen ohjelmisto, vastauksen tiedon tyyppi sekä yhteyden sulkemisen
määrittelevä otsikkokenttä. Rivillä kuusi on palvelimen vastauksena lähettämä
data.
6
1 HTTP/1.1 200 OK
2 Server: Esimerkki-Palvelin/0.9.2
3 Content-Type: text/plain
4 Connection: close
5
6 Hei asiakas
Listaus 3: Esimerkki palvelimen lähettämästä vastauksesta.
2.1.3 Evästeet
Evästeet ovat helpoin ja suosituin tapa ylläpitää tilaa web-sovelluksis-
sa [BBC11]. Evästeitä [Bar11] tarvitaan muun muassa autentikoituneen
käyttäjän istunnon tunnistamiseen. Tila voidaan tallentaa suoraan evästee-
seen tai evästeeseen voidaan tallentaa tunniste, jolla palvelin osaa hakea
oikean istunnon. Varsinainen eväste koostuu palvelimen selaimeen tallenta-
masta datasta, jonka selain välittää palvelimelle jokaisella pyynnöllä takaisin
pyynnön otsikkokentissä ja jota palvelin voi muokata jokaisella vastauksella
asettamalla uuden korvaavan evästeen vastauksen otsikkokentissä. Eväste
välitetään ainoastaan pyynnöissä, jotka menevät palvelimelle, jolla on sa-
ma verkkotunnus tai ovat sen aliverkkotunnuksia kuin, mitä evästeessä on
määritelty. Mikäli eväste ei määrittele verkkotunnusta, käytetään evästeen
asettaneen palvelimen verkkotunnusta. Evästeessä voidaan määritellä myös
palvelimen polku, jossa eväste on voimassa. Evästeet voivat olla selaimen
istuntokohtaisia tai pysyviä ja niille voidaan asettaa vanhentumisaika.
Listauksessa 4 on esimerkki evästeen asettavasta otsikkokentästä. Evästeen
asettavan otsikkokentän nimi on set-cookie ja se saa arvokseen pakollisen
evästeen nimen ja arvon sisältävän parin sekä valinnaisia attribuutti–arvo-
pareja. Parin osat erotetaan toisistaan yhtäläisyysmerkillä ja parit erotetaan
puolipisteellä toisista pareista. Attribuutti voi esiintyä myös ilman arvoa.
Evästeen ensimmäinen pari tunniste=123 määrittelee evästeen nimen ja
arvon. Sitä seuraa evästeen vanhenemisaika ja polku, jossa eväste on voimassa.
Domain määrittelee evästeen vaikutusalueeksi kaikki verkkotunnuksen alla
olevat aliverkkotunnukset.
1 set-cookie: tunniste=123; expires=01-May-2016 08:00:00 GMT;
path=/; domain=.example.com↪→
Listaus 4: Esimerkki evästeen asettavasta otsikkokentästä.
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2.1.4 Saman alkuperän käytäntö
WWW:n alkuaikoina ei ollut suurta tarvetta kontrolloida sivujen lataamien
resurssien pääsyoikeuksia [HTMN15]. Sivut olivat yleensä staattisia ja niihin
saatettiin liittää resursseja, kuten kuvia, mistä tahansa lähteestä. Sivujen
muututtua yhä dynaamisemmiksi ja vuorovaikutteisemmiksi selainvalmista-
jat tulivat yhä tietoisemmiksi mahdollisista uhista: skriptien suorittaminen
ei-luotetuista lähteistä saattoi olla haitallista ja tästä syystä ulkopuolisista
lähteistä ladattujen skriptien suoritusoikeuksia alettiin rajoittamaan. Tätä ra-
joitusta kutsutaan saman alkuperän käytännöksi (Same-Origin Policy, SOP),
ja se sallii yhden selauskontekstin skriptien päästä käsiksi toisen selauskon-
tekstin resursseihin, jos kummallakin selauskontekstilla on sama alkuperä,
eli sama isäntänimi, protokolla ja portti [HBF+14]. Selauskonteksti tarkoit-
taa HTML-dokumenttia, jolla on oma window-objekti. Selauskonteksti voi
olla kokonaan uusi selaimen sivu tai esimerkiksi kehyselementillä upotettu
toinen sivu. Erityisesti saman alkuperän käytäntö rajoittaa skriptien pääsyä
toisen sivun DOM-rajapintaan, mutta se ei rajoita sivua itsessään lataamasta
skriptejä muista alkuperistä [YW09].
2.1.5 Kehyksen navigaatiokäytäntö
Saman alkuperän käytäntö rajoittaa kehysten pääsyä toisten kehysten re-
sursseihin, mutta se ei estä kehyksiä vaihtamasta toisten kehysten osoittei-
ta. Ennen vuotta 1999 selaimet toteuttivat sallivan käytännön (permissive
policy), joka antoi kaikkien kehysten hallita toisten kehysten navigaatio-
ta [BJM09]. Tämän jälkeen selainvalmistajat ovat alkaneet toteuttamaan
tiukempia käytäntöjä mahdollisten hyökkäyksien ehkäisemiseksi. Nykyiset
selaimet toteuttavat jälkeläiskäytännön (descendant policy), joka antaa ke-
hyksen hallita ainoastaan omien lapsien tai niiden jälkeläisten kehyksien
navigaatiota [HBF+14]. Useimmissa selaimissa päällimmäinen selauskonteksti
on erikoistapaus, jonka navigaatiota toiset kehykset saavat ohjata, sillä sen
osoite on nähtävissä selaimen osoiterivillä [BJM09].
2.2 Ajax-teknologiat
Ajax (Asynchronous JavaScript and XML) on joukko 1990-luvulla vuorovaikut-
teisten web-sovellusten kehitykseen luotuja teknologioita, joista keskeisimmät
ovat dynaaminen HTML, DOM-rajapinta, XML-metakieli, XMLHttpRequest-
rajapinta ja JavaScript-ohjelmointikieli [Pau05].
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Jesse James Garrett puhui Ajax-teknologioista ensimmäisen kerran vuonna
2005 ja häntä pidetään termin kehittäjänä [Smi06]. Itse teknologiat ovat tä-
tä vanhempia ja niitä käyttäviä sovelluksia on tehty jo ennen Ajax-termin
vakiintumista. Ajax-sovellukset pohjautuvat JavaScriptillä XMLHttpRequest-
rajapinnan kautta palvelimelle tehtäviin asynkronisiin HTTP-pyyntöihin, jot-
ka palauttavat XML-metakielisen – tai nykyään JSON-muotoisen – vastauk-
sen. JavaScript-koodi käsittelee vastauksen datan ja muokkaa sen perusteella
dynaamisesti HTML-dokumenttia DOM-rajapinnan kautta.
2.2.1 Dynaaminen HTML
Ajax hyödyntää dynaamista HTML:ää, joka koostuu HTML (HyperText
Markup Language) -merkkauskielestä ja CSS (Cascading Style Sheets)
-tyyliohjekielestä [Pau05]. HTML [RHJ99] on merkkauskieli, jolla voidaan
kuvata hyperlinkkejä sisältävää tekstiä, eli hypertekstiä, kuten web-sivuja.
CSS [BCHW11] on tyyliohjekieli, jolla voidaan kuvata XML-pohjaisten doku-
menttien ulkonäköä. Nykyaikaisten web-sivujen ulkoasu pohjautuu käytän-
nössä kokonaan CSS:ään.
HTML-dokumentti koostuu sisäkkäisistä ja peräkkäisistä elementeistä sekä
elementeillä olevista arvoista. HTML-koodissa elementit esitetään kulmasul-
keisiin merkittyinä tunnisteina, eli tageina, ja niillä voi olla sisältöä, jolloin
elementillä on sekä aloitustunniste että vinoviivalla alkava lopetustunniste.
Elementillä voi olla yksi tai useampi attribuutti, jotka merkitään yhtäsuu-
ruusmerkillä eroteltuina nimi–arvo-pareina.
HTML-dokumenttiin voidaan lisätä hyperlinkkejä ankkurielementillä a, joka
saa tällöin href-attribuutin arvoksi dokumentin URL-osoitteen. HTML-
dokumenttiin voidaan lisätä vuorovaikutteisuutta lomake-elementillä form, ja
sen sisällä olevilla erilaisilla lähetyskentillä, kuten syötekentällä input, valik-
kokentällä select ja tekstialueella textarea. Syötekenttä voi olla piilokenttä,
rivinsyöttökenttä, valintanappi (radio button) tai asetusnappi (checkbox).
HTML-dokumenttiin voidaan liittää muita sisältöjä, kuten kuvia kuvaele-
mentillä img, tyylitiedostoja sivun ulkopuolelta link-elementillä tai sivuun
upotettuna style-elementillä, sivun ulkopuolista tai upotettua JavaScript-
koodia skriptielementillä script, multimediasisältöä, kuten Flash-sovelluksia
tai Java-sovelmia, object-elementillä ja upotettuja HTML-sivuja kehysele-
mentillä iframe. HTML määrittelee myös suuren joukon elementtejä muun
muassa tekstin jaotteluun ja muotoiluun.
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Listauksessa 5 on esimerkki yksinkertaisesta HTML 4.01 -dokumentista. Rivil-
lä yksi määritellään dokumenttityyppi avainsanalla DOCTYPE ja tätä seuraavilla
määreillä. Rivillä kaksi määritellään HTML-koodia sisältävä HTML-lohko, joka
koostuu pakollisista otsikko-osan elementeistä HEAD ja sivulla näkyvän teks-
tiosan sisältävästä elementistä BODY. Rivillä neljä määritellään otsikko-osan
sisällä sivun otsikon sisältö TITLE-elementillä. Riveillä seitsemän ja kahdeksan
määritellään tekstiosan sisällä oleva päätason otsikko H1 ja hyperlinkki A,
joka linkittää osoitteeseen http://www.example.com.
1 <!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.01//EN">
2 <HTML>
3 <HEAD>
4 <TITLE>Esimerkki</TITLE>
5 </HEAD>
6 <BODY>
7 <H1>Esimerkki</H1>
8 <A HREF="http://www.example.com" >Linkki</A>
9 </BODY>
10 </HTML>
Listaus 5: Esimerkki yksinkertaisesta HTML 4.01 -dokumentista.
CSS-tyyliohjeet perustuvat valitsimiin ja määrittelylohkoihin, jotka koostu-
vat ominaisuus–arvo-pareista. Valitsimella määritellään tyyliteltävänä olevat
elementit. Valitsimena voidaan käyttää elementtien tyyppiä, attribuutteja tai
niiden arvoja, elementtien sijaintia dokumenttipuussa sekä näiden erilaisia
yhdistelmiä. Valitsinta seuraa määrittelylohko, jossa määritellään tyylit vali-
tuille elementeille ominaisuus–arvo-pareina. Ominaisuus voi olla esimerkiksi
taustaväri tai tekstin kirjasintyyppi.
Tavallisten elementtien yhteyteen – ennen tai jälkeen elementtiä – voidaan
määritellä CSS:llä omia pseudoelementtejä, joilla on oma tyyliohjeessa mää-
ritelty sisältö. Sisältö määritellään content-ominaisuudella, jonka kanssa
voidaan käyttää attr-funktiota sisällön hakemiseksi elementin sisällöstä tai
attribuuteista. Uusimmissa CSS-standardeissa tuetaan ulkopuolisia kirja-
simia [Dag13] sekä mediakyselyitä [WCGv12], joilla voidaan tunnistaa eri
kokoiset mobiililaitteet ja määritellä näille erilaiset tyylit.
Listauksessa 6 on esimerkki sivun taustavärin ja kirjasimen määrittelystä
CSS-tyyliohjeella. Rivillä yksi määritellään valitsin body, jota seuraa aal-
tosulkeiden rajaama määrittelylohko. Rivillä kaksi asetetaan sivun taustan
määrittelevän background-ominaisuuden arvoksi punainen väri, rivillä kolme
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asetetaan kirjasintyypin määrittelevän font-family-ominaisuuden arvoksi
groteski kirjasintyyppi ja rivillä neljä asetetaan kirjasimen koon määrittelevän
font-size-ominaisuuden arvoksi 16 pikseliä.
1 body {
2 background: red;
3 font-family: sans-serif;
4 font-size: 16px;
5 }
Listaus 6: Esimerkki sivun taustavärin ja kirjasimen määrittelystä CSS-
tyyliohjeella.
2.2.2 XML-metakieli ja JSON-tiedonsiirtomuoto
XML (eXtensible Markup Language) -metakielellä voidaan kuvata raken-
teellisia kuvauskieliä tiedon jäsentämiseksi [Pau05]. XML-metakieltä on käy-
tetty Ajax-sovelluksissa tiedonsiirrossa. JSON (JavaScript Object Nota-
tion) [Bra14] on vähitellen syrjäyttänyt XML:än tiedonsiirrossa palvelinsovel-
lukselta asiakassovellukselle. JSON on yksinkertainen ja pohjaa JavaScript-
ohjelmointikielen objektin luontimuodon syntaksiin pienillä muutoksilla.
JavaScript-taustasta huolimatta JSON on kieliriippumaton tiedonsiirtomuo-
to. JSON tukee neljää primitiivistä tietotyyppiä: numeroita, merkkijonoja,
totuusarvoja ja tyhjiä “null”-arvoja, sekä kahta rakenteellista tietotyyppiä:
taulukkoja ja objekteja.
2.2.3 JavaScript-ohjelmointikieli
JavaScript [Ecm16] on korkean tason, dynaaminen, tyypittämätön ja tulkattu
ohjelmointikieli. Netscape julkaisi JavaScript-ohjelmointikielen Netscape Navi-
gator -selaimelle vuonna 1995 [Pau05]. Sittemmin JavaScript on levinnyt mui-
hin selaimiin sekä palvelinpuolelle Node.js-suoritusympäristön1 kautta. Ajax
hyödyntää JavaScriptiä eri rajapintojen kutsumisessa ja HTML-dokumenttien
muokkaamisessa.
JavaScript on protyyppipohjainen ohjelmointikieli, jossa funktiot ovat en-
simmäisen luokan funktioita. JavaScript on moniparadigmaohjelmointikieli,
1https://nodejs.org, vierailtu 25.3.2016
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jota voidaan ohjelmoida objektiorientoituneella, imperatiivisella ja funktio-
naalisella tyylillä. JavaScript-ohjelmia ei tarvitse erikseen kääntää, vaan ne
tulkataan. Ajonaikainen tulkkauksen ansiosta koodia voidaan evaluoida suori-
tusaikaisesti muun muassa eval-, setTimeout- tai setInterval-funktioiden
kautta.
2.2.4 DOM-rajapinta
DOM (Document Object Model) [ABC+98] on W3C:n vuonna 1998 standar-
doima rajapinta HTML-, XHTML- ja XML-dokumenteille. Rajapinta kuvaa
dokumenttien kaikki solmut olioina puurakenteessa, josta voidaan hakea ja
käsitellä tietoa. Rajapinnan kautta voidaan luoda uusia dokumentteja sekä
hakea, muuttaa, poistaa tai lisätä kaikkea dokumenttien tietoa, kuten element-
tejä, attribuutteja ja sisältöä. Lisäksi rajapinnan kautta voidaan lisätä merk-
kijonomuodossa olevaa HTML-merkkauskieltä document.write-funktion
sekä DOM-elementin innerHTML- ja insertAdjacentHTML-ominaisuuksien
kautta, ja uutta JavaScript-koodia skriptielementin text-, innerText- ja
textContent-ominaisuuksien kautta. Ajax hyödyntää DOM-rajapintaa käyt-
töliittymän HTML-dokumenttien muokkauksessa sekä palvelimelta saa-
tujen XML-dokumenttien lukemisessa ja palvelimelle lähetettävien XML-
dokumenttien luomisessa.
Listauksessa 7 on esimerkki kuvaelementin lisäämisestä kuvagalleriaan DOM-
rajapinnan kautta. Rivillä yksi kutsutaan DOM-rajapinnan createElement-
funktiota, joka luo uuden parametreina annetun elementin. Riveillä kaksi
ja kolme asetetaan elementin src- ja alt-attribuuttien arvot rajapinnan
setAttribute-funktiolla. Rivillä neljä asetetaan elementin CSS-tyyliominai-
suuden display arvoksi block. Rivillä viisi haetaan kuvagallerian sisältävä
elementti rajapinnan kautta tunnuksella galleria. Rivillä kuusi lisätään
luotu kuvaelementti galleriaelementin viimeiseksi lapseksi.
1 var image = document.createElement("img" );
2 image.setAttribute("src" ,
"http://www.example.com/kissa.png" );↪→
3 image.setAttribute("alt" , "Kissa" );
4 image.style.display = "block" ;
5 var gallery = document.getElementById("galleria" );
6 gallery.appendChild(image);
Listaus 7: Esimerkki kuvaelementin lisäämisestä DOM-rajapinnan kautta.
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2.2.5 XHLHttpRequest-rajapinta
XMLHttpRequest [vASS14] on JavaScript-pohjainen rajapinta HTTP- ja
HTTPS-kutsujen tekemiseen. Rajapinta kehitettiin alun perin Microsoft
Outlook Web Access -sähköpostisovellukselle osaksi Microsoft Exchange
-palvelinohjelmistoa [Smi06] ja myöhemmin siitä on tullut W3C:n standardi,
joka on toteutettu kaikissa nykyaikaisissa selaimissa. Nimestään huolimatta
rajapinta tukee kaiken tekstimuotoisen datan tiedonsiirtoa. Rajapinnan kautta
voidaan tehdä asynkronisia kutsuja palvelimelle ilman, että selaimen tarvit-
see ladata sivua uudelleen. Rajapinnan kautta tehdyissä pyynnöissä voidaan
myös välittää evästeitä asettamalla pyynnön withCredentials-ominaisuuden
arvoksi true.
Listauksessa 8 on esimerkki asynkronisen POST-pyynnön lähetyksestä pal-
velimelle XMLHttpRequest-rajapinnan kautta. Rivillä yksi luodaan uusi
XMLHttpRequest-olio ja rivillä kaksi asetetaan vastauksen käsittelyfunktioksi
handleResponse, jota ei tässä listauksessa esitellä. Rivillä kolme määritellään
pyynnön tyyppi, POST, resurssin polku, /tervehdi, ja kutsun synkronisuus,
true – asynkronisen kutsun ollessa true ja synkronisen false. Rivillä nel-
jä pyyntö lähetään palvelimelle send-funktiolla, joka saa parametreinaan
palvelimelle lähetettävän datan.
1 var request = new XMLHttpRequest();
2 request.onreadystatechange = handleResponse;
3 request.open("POST" , "/tervehdi" , true);
4 request.send("Hei palvelin" );
Listaus 8: Esimerkki asynkronisen POST-pyynnön lähetyksestä
XMLHttpRequest-rajapinnan kautta.
2.2.6 Eri lähteistä tulevien pyyntöjen jakamiskäytäntö
Skriptien ja XMLHttpRequest-rajapinnan kautta tehtävät pyynnöt noudat-
tavat tietoturvasyistä saman alkuperän käytäntöä [vASS14]. Eri lähteistä
tulevat pyynnöt voidaan sallia eri lähteistä tulevien pyyntöjen jakamiskäy-
tännön (Cross-Origin Request Sharing, CORS) [van14] avulla. Käytäntö
määrittelee joukon otsikkokenttiä, joiden avulla palvelin voi sallia eri läh-
teistä tulevat pyynnöt. Käytäntö perustuu palvelimen pyynnölle tarjoamaan
Access-Control-Allow-Origin-otsikkokenttään, jonka arvona on pyynnön
sallittu alkuperä. Arvo voi olla myös jokerimerkki (*), jolloin kaikki alkuperät
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on sallittu. Selain estää pyynnöt, jotka tulevat muusta kuin otsikkokentän
määrittelemästä alkuperästä. Palvelin voi määritellä pyynnön sallitut meto-
dit ja otsikkokentät Access-Control-Allow-Methods- ja Access-Control-
Allow-Header-otsikkokentissä sekä sallia evästeiden lähettämisen pyynnöissä
Access-Control-Allow-Credentials-otsikkokentällä.
Muut kuin yksinkertaiset pyynnöt (GET, POST ja HEAD) edellyttävät esikysely-
pyyntöä (preflight request) OPTIONS-metodilla ennen varsinaista pyyntöä. Esi-
kyselypyynnössä määritellään varsinaisessa pyynnössä käytettävä metodi sekä
mahdolliset pyynnössä tulevat mukautetut otsikkokentät Access-Control-
Request-Method- ja Access-Control-Request-Headers-otsikkokentissä.
Vastauksessa palvelin määrittelee listan sallituista metodeista ja tarvittaes-
sa sallituista mukautetuista otsikkokentistä vastaavasti Access-Control-
Allow-Methods- ja Access-Control-Allow-Headers-otsikkokentissä. Esiky-
selypyyntö voidaan säilyttää selaimen välimuistissa määrittelemällä säilytysa-
jan pituus Access-Control-Max-Age-otsikkokentässä.
HTML5-standardissa [HBF+14] eri lähteistä tulevien pyyntöjen jakamiskäy-
tännön tuki on lisätty tietyille elementeille. Näitä ovat esimerkiksi kuva- ja
skriptielementit. Elementeille voidaan määritellä crossorigin-attribuutti,
joka saa arvoksi joko oletusarvon anonymous tai use-credentials. Elementin
resurssin hakevassa pyynnössä välitetään evästeet, mikäli attribuutin arvoksi
on määritelty use-credentials.
2.3 Web-asiakassovellukset
Ajax-pohjaisissa web-asiakassovelluksissa ensimmäisen sivunlatauksen jäl-
keen tapahtuvat pyynnöt tapahtuvat asiakassovelluksen tekeminä Ajax-
pyyntöinä [Was13]. Pyynnöt tehdään tavallisesti käyttäjän tekemien toi-
menpiteiden seurauksena ja vastaukset näihin pyyntöihin voivat olla uutta
ohjelmakoodia, kuten JavaScript-, HTML- tai CSS-tiedostoja, tai dataa, ku-
ten JSON- tai XML-dokumentteja. Asiakassovellus päivittää käyttöliittymän
dynaamisesti vastauksena saatujen resurssien mukaisesti. Suurimpana erona
perinteisiin web-sovelluksiin on se, että sivua ei ladata uudelleen dynaamisten
päivitysten yhteydessä.
Kuvassa 2 havainnollistetaan Ajax-pohjaisen web-asiakassovelluksen sivun
elinkaarta, kun käyttäjä navigoi uudelle sivulle ja lähettää sivulla olevan
lomakkeen [Was13]. Ensimmäisen sivunlatauksen jälkeen sivua ei enää ladata
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uudelleen, vaan asiakassovellus lähettää pyynnöt Ajax-kutsuina ja päivit-
tää käyttöliittymän dynaamisesti DOM-rajapinnan kautta JSON-vastauksen
mukaan.
Kuva 2: Ajax-pohjaisen web-asiakassovelluksen sivun elinkaari [Was13].
Ajax-pohjaisten web-asiakassovelluksien kehitykseen on olemassa useita eri
sovelluskehyksiä ja kirjastoja: Googlen kehittämä AngularJS2, Jeremy Ashke-
nasin Backbone.js3, Ember-yhteisön Ember.js4 ja Facebookin React5. Näistä
AngularJS on suosituin web-teknologioiden käyttöä seuraavan BuildWith-
palvelun käytetyimpien JavaScript-kirjastojen listalla6.
2.3.1 HTML5
HTML5 on W3C:n viides versio [HBF+14] HTML-standardista. Sen tarkoi-
tuksena on paikata aikaisemmissa HTML- ja XHTML-standardeissa olevia
puutteita HTML:n käytössä alustana web-sovelluksille. HTML5:ssä määritel-
lään joukko uusia elementtejä, joita ovat muun muassa graafista ja multime-
diasisältöä tukevat video-, audio- ja canvas-elementit, ja uusia attribuutteja
sekä tyyppejä vanhoille elementeille, kuten link-elementin prefetch-tyyppi,
2https://angularjs.org, vierailtu 8.2.2016
3http://backbonejs.org, vierailtu 9.2.2016
4http://emberjs.com, vierailtu 8.2.2016
5https://facebook.github.io/react/, vierailtu 8.2.2016
6https://trends.builtwith.com/javascript, vierailtu 4.7.2016
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jolla voidaan määritellä resursseja, joita käyttäjä saattaa tulevaisuudessa tar-
vita. HTML5:ssä määritellään myös joukko uusia rajapintoja, joihin kuuluvat
muun muassa rajapinta selaimen sivuhistorian muokkaamiseen, rajapinta si-
vujen väliselle kommunikaatiolle, selaimen paikallinen muisti sivuston tietojen
tallentamiseen ja tuki oﬄine-sovelluksille.
Sivuhistoriarajapinnan kautta voidaan vaihtaa sivua luomalla uusi tai kor-
vaamalla nykyinen tila sekä mennä historiaan tallennetuissa tiloissa eteen-
ja taaksepäin. Sivuhistoriarajapintaa hyödynnetään erityisesti JavaScript-
pohjaisissa web-asiakassovelluksissa, joissa sivulta toiselle navigointi perustuu
sivuhistoriarajapinnan kautta tehtäviin muutoksiin [GS13].
Listauksessa 9 on esimerkki sivun vaihtamisesta sivuhistoriarajapinnan kautta.
Oletetaan, että ollaan osoitteessa http://www.example.com, jolloin kysei-
sen koodin suorittaminen saa osoiterivillä näkyvän osoitteen vaihtumaan
osoitteeksi http://www.example.com/tervehdi.html. Tämä ei kuitenkaan
aiheuta sivunlatausta kyseiseen osoitteeseen tai edes tarkistusta onko se
olemassa. Kun käyttäjä painaa selaimen takaisin nappia, hän päätyy takai-
sin osoitteeseen http://www.example.com. Listauksessa historiarajapinnan
pushState-funktio saa kolme parametria, joista ensimmäinen on tilaan liitty-
vä mielivaltainen data, tässä tapauksessa tyhjä null-arvo, toinen on sivun
otsikko ja kolmas tilan osoite.
1 history.pushState(null, "Hei maailma" , "/tervehdi.html" );
Listaus 9: Esimerkki sivun vaihtamisesta HTML5:n sivuhistoriarajapinnan
kautta.
Saman alkuperän käytäntö rajoittaa eri alkuperästä ladattujen selauskon-
tekstien välistä vuorovaikutusta. Tämän rajoituksen takia on kehitetty
postMessage-rajapinta, jonka kautta eri selauskontekstit voivat viestiä tai
siirtää objekteja turvallisesti toisilleen. Rajapintaa käytetäänkin useimmiten
kommunikointiin kolmannen osapuolen liitännäisten kanssa [SS13]. Vaikka
rajapinta on määritelty HTML5-standardissa, samankaltainen rajapinta on
ollut käytössä useissa selaimissa huomattavasti pidempään jo vuodesta 2005
asti [BJM09].
Viestin lähetys tapahtuu ikkunan postMessage-funktion kautta, joka ottaa
parametreinaan viestin ja vastaanottavan selauskontekstin alkuperän. Viesti
voi olla mitä tahansa JavaScript-kielen tietotyypeistä. Alkuperä on URI tai
jokerimerkki (*), jolloin kohteen alkuperää ei tarkasteta. Lisäksi funktiolle
voidaan antaa parametrina sarja kohteelle siirrettäviä objekteja. Siirtämisen
jälkeen objektit eivät ole enää käytettävissä lähettäneessä ikkunassa. Skriptit
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voivat rekisteröidä kuuntelijan rajapinnan kautta lähetetyille MessageEvent-
tyyppisille viesteille määrittelemällä kuuntelijafunktion ikkunan onmessage-
ominaisuuden arvoksi tai lisäämällä sen ikkunan addEventListener-funktion
kautta message-tyyppisille viesteille.
Listauksessa 10 on esimerkki viestin lähettämisestä ponnahdusikkunalle
postMessage-rajapinnan kautta. Rivillä yksi avataan uusi ponnahdusikkuna
window.open-funktiolla. Funktion palauttama viittaus ponnahdusikkunaan
asetetaan muuttujan popup arvoksi. Rivillä kaksi lähetetään viesti ponnah-
dusikkunalle postMessage-funktiolla. Ensimmäisenä parametrina funktio saa
ponnahdusikkunalle lähetettävän viestin ja toisena parametrina ponnahdusik-
kunan alkuperän.
1 var popup = window.open(...);
2 popup.postMessage("Hei ponnahdusikkuna!" ,
"http://popup.example.com" );↪→
Listaus 10: Esimerkki viestin lähettämisestä ponnahdusikkunalle.
Listauksessa 11 on esimerkki ponnahdusikkunassa ajettavasta koodinpät-
kästä, joka rekisteröi kuuntelijan toisista ikkunoista lähetetyille viesteille.
Rivillä yksi rekisteröidään kuuntelijafunktio message-tyyppisille viesteille.
Kuuntelijafunktio saa ensimmäisenä parametrinaan MessageEvent-tyyppisen
tapahtuman, joka sisältää muun muassa lähetetyn viestin datan ja alkupe-
rän. Rivillä kaksi tarkistetaan, että viesti tulee sallitusta alkuperästä. Mikäli
alkuperä on sallittu, rivillä kolme näytetään viestin data alert-dialogissa.
1 window.addEventListener("message" , function (event) {
2 if (event.origin === "http://www.example.com" ) {
3 alert(event.data);
4 }
5 }, false);
Listaus 11: Esimerkki viestin vastaanottamisesta toiselta ikkunalta.
Selaimen paikallinen muisti on sivustokohtainen ja jakautuu pysyvään sekä
istuntopohjaiseen muistiin, joita käytetään vastaavasti localStorage- ja
sessionStorage-rajapintojen kautta. Sivustot erotetaan toisistaan saman
alkuperän käytännön mukaan. Istuntokohtaisen sessionStorage-rajapinnan
kautta tallennetut alkiot ovat saatavilla ainoastaan saman selainistunnon ai-
kana samasta selainikkunasta. Sen sijaan pysyvän localStorage-rajapinnan
kautta tallennetut alkiot ovat saatavilla myös uudella selainistunnolla
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sekä muista selainikkunoista. Sekä localStorage- että sessionStorage-
rajapinnat toteuttavat saman Storage-rajapinnan, jonka kautta voidaan
tallentaa uusia avain–arvo-pohjaisia alkioita, hakea ja poistaa alkioita avai-
men perusteella sekä tyhjentää kaikki kyseisen sivuston tallentamat alkiot.
Storage-rajapinnan kautta voidaan tallentaa vain merkkijonomuodossa ole-
vaa dataa, mutta JavaScript-objektit voidaan aina sarjallistaa merkkijonoksi
kirjoittaessa ja sarjallistaa takaisin niitä lukiessa.
2.3.2 AngularJS-sovelluskehys
AngularJS on avoimen lähdekoodin JavaScript-pohjainen sovelluskehys web-
asiakassovelluksien kehitykseen. AngularJS-sovelluskehyksen keskeisiä suun-
nitteluperiaatteita ovat asiakaspuolen mallinteet (client-side templates),malli–
näkymä–käsittelijä (Model–View–Controller, MVC) -arkkitehtuuri, kaksisuun-
tainen datakytkentä (two-way data binding), riippuvuuksien injektointi ja
direktiivit [GS13].
AngularJS-sovelluksissa kaikki mallinteet ovat asiakaspuolen sovelluksessa
ja palvelimen tehtävänä on tarjota ainoastaan mallinteiden esitykseen tar-
vittava data. Malli–näkymä–käsittelijä-arkkitehtuuri toteutuu AngularJS-
sovelluksissa vastaavasti muuttujilla, mallinteilla (templates) ja ohjaimilla
(controller). Kaksisuuntaisen datakytkennän ansiosta mallin muutokset näky-
vät välittömästi käyttöliittymässä ja vastaavasti käyttöliittymässä tehdyt muu-
tokset näkyvät välittömästi mallissa. Riippuvuuksien injektoinnilla sovellukset
voidaan pilkkoa pienempiin uudelleenkäytettäviin palveluihin (service) löyhen-
täen niiden välistä kytkentää. Direktiivit laajentavat HTML-merkkauskieltä
omilla elementeillä, attribuuteilla tai luokilla ja ne koostuvat mallinteesta
sekä niihin liitetystä toiminnallisuudesta.
AngularJS-sovellusten tietoturva perustuu tiukkaan kontekstuaaliseen siistimi-
seen (Strict Contextual Escaping, SCE), joka estää HTML-koodin lisäämisen
suoraan sisältöön [Angd]. Tiukka kontekstuaalinen siistiminen [Angc] muuttaa
HTML-koodin suoritettavasta muodosta esitettävään muotoon ja on oletukse-
na käytössä mallinteissa, mutta se on mahdollista ohittaa tarvittaessa. Tiukka
kontekstuaalinen siistiminen vaikuttaa myös ulkopuolisesta lähteestä sisältöä
liittäviin elementteihin: ng-include, src- ja ng-src-direktiiveillä liitettävä
sisältö suodatetaan turvalliseksi todettujen osoitteiden listan (whitelist) läpi.
Listalla on oletuksena vain sama alkuperä, mutta sille voidaan lisätä uusia
osoitteita. Turvalliseksi todettujen osoitteiden listan lisäksi on mustalista
(blacklist), jolla olevat osoitteet estetään.
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Listauksessa 12 esitellään yksinkertainen AngularJS-sovellus [GS13]. Rivillä
yksi html-elementille on lisätty ng-app-direktiivi, joka määrittelee AngularJS-
sovelluksen, ja sen vaikutusalueen DOM-puussa. Rivillä kolme ladataan
AngularJS-sovelluskehyksen sisältävä angular.js-tiedosto ja rivillä neljä
sovelluksen ohjaimen sisältävä controller.js-tiedosto, joka esitellään myö-
hemmin listauksessa 13. Rivillä seitsemän div-elementille on lisätty ng-
controller-direktiivi, jolla luodaan uusi HelloController-nimellä rekis-
teröity ohjain. Rivillä kahdeksan on aaltosuluissa määritelty lauseke, joka
tulostaa näkymämallissa olevan greeting-objektin text-ominaisuuden arvon.
1 <html ng-app>
2 <head>
3 <script src="angular.js" ></script>
4 <script src="controllers.js" ></script>
5 </head>
6 <body>
7 <div ng-controller="HelloController" >
8 <p>{{greeting.text}} maailma</p>
9 </div>
10 </body>
11 </html>
Listaus 12: Yksinkertaisen AngularJS-sovelluksen sisältävä sivu [GS13].
Listauksessa 13 esitellään sovelluksen ohjain. Rivillä yksi määritellään
HelloController-ohjain, joka saa riippuvuutensa parametreina. Rivillä
kaksi asetetaan parametreissa injektoidun $scope-näkymämallin greeting-
ominaisuuden arvoksi tervehdyksen sisältävä JavaScript-objekti.
1 function HelloController($scope) {
2 $scope.greeting = { text: "Hei" };
3 }
Listaus 13: Yksinkertaisen AngularJS-sovelluksen ohjain [GS13].
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3 Uhkamallit
Tässä luvussa käsitellään kirjallisuudessa esitettyjä uhkamalleja, jotka koh-
distuvat web-asiakassovelluksiin. Uhkamallit voivat perustua hyökkääjään tai
toisen osapuolen tekemään virheeseen. Hyökkääjään perustuvat uhkamallit
on jaoteltu hyökkääjän kyvykkyyksien mukaan. Hyökkääjän tavoitteena voi
olla vain häiritä hyökkäyksen kohteena olevaa palvelua tai pahimmassa ta-
pauksessa kaapata palvelun käyttäjän istunto. Palvelun käyttäjän oletetaan
käyttävän tavallista haittaohjelmista ja haavoittuvuuksista vapaata olevaa
selainta ja tunnistavan eron palvelun tarjoajan ja toisen osapuolen ylläpitä-
män sivuston välillä. Luvun lopuksi käsitellään web-sovelluksiin kohdistuvia
uhkamalleja, jotka jätetään käsittelemättä tässä tutkielmassa.
3.1 Keskustelualueen kirjoittaja
Keskustelualueen kirjoittaja (forum poster) [BJM08] on uhkamalleista hei-
koin. Hyökkääjä on sivuston käyttäjä, jolla on normaalit sivuston käyttäjän
oikeudet. Hyökkäyskeinona hyökkääjä käyttää web-ohjelmistoon toteutettu-
ja tapoja liittää sisältöä, kuten kuvia tai hyperlinkkejä. Palvelusta riippuen
hyökkääjä voi lisäksi liittää rikkaampia sisältöjä, kuten videoita, joiden kautta
on mahdollista suorittaa monimutkaisempia hyökkäyksiä.
Hyökkääjä saa käyttäjän selaimen tekemään haitallisia HTTP-pyyntöjä käyt-
täjän vieraillessa hyökkääjän saastuttamaa sisältöä sisältävällä palvelun sivul-
la. Sisältö voi olla yksinkertaisimmillaan HTML-kuvaelementti, jonka lähteeksi
on hyökkääjä määritellyt hyökkäyksen kohteena olevan palvelun rajapinnan
kutsun. Yksinkertaisemmat hyökkäykset rajoittuvat vain GET-pyyntöihin,
jolloin pyynnöt eivät voi sisältää hyökkääjän asettamia otsikkokenttiä tai
sisältöä. Rikkaammissa sisällöissä hyökkäystavat riippuvat suuresti sisältöjen
liittämisen toteutustavasta.
3.2 Web-hyökkääjä
Web-hyökkääjä (web attacker) [BJM09] vaarallisempi kuin keskustelualueen
kirjoittaja, mutta heikompi kuin verkkohyökkääjä. Hyökkääjä omistaa yhden
tai useamman verkkotunnuksen sekä kykenee hallinnoimaan yhtä tai useampaa
web-palvelinta. Lisäksi hyökkääjällä voi olla voimassa olevia varmenteita
verkkotunnuksille käyttäjän selaimen luottamalta varmentajalta HTTPS-
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yhteyksiä varten. Nämä kaikki ovat hankittavissa hyvin nopeasti ja pienellä
kustannuksella.
Hyökkääjä voi houkutella käyttäjän vierailemaan hyökkääjän sivustolla, jol-
loin sivusto voi tehdä HTTP-pyyntöjä hyökkäyksen kohteena oleviin palve-
luihin, joihin käyttäjä on autentikoitunut. Pyynnön luontiin tarvitaan vain
hyperlinkki tai HTML-lomake-elementti, jota käyttäjä painaa hyökkääjän
sivulla. Käyttäjä tunnistaa olevansa ulkopuolisella sivustolla, mutta hän ei tun-
nista, että hyökkääjä käyttää sivustoa käyttäjän käyttämää palvelua vastaan.
Hyökkäyksen kohteena oleva palvelu voi olla esimerkiksi sosiaalisen median
palvelu, jonne hyökkääjä lähettää haitallista sisältöä käyttäjän tietämättä.
3.2.1 Liitännäishyökkääjä
Liitännäishyökkääjällä (gadget attacker) [BJM09] on lisäksi hallussa liitännäi-
nen, joka on integroitu palvelun tarjoajan toimesta sovellukseen. Liitännäis-
hyökkääjä on huomattavasti web-hyökkääjää vaarallisempi, sillä palvelun tar-
joaja luottaa liitännäishyökkääjän hallussa olevaan liitännäiseen. Liitännäinen
voi olla esimerkiksi ulkopuolisesta sisällönjakeluverkostosta (Content Delivery
Network, CDN) haettava kokonainen ulkopuolinen JavaScript-kirjasto, kuten
AngularJS tai jQuery, palvelu, kuten Google Analytics tai Facebook Connect,
tai vimpain, kuten Google Maps.
3.3 Verkkohyökkääjä
Verkkohyökkääjällä (network attacker) [CNHD15] on web-hyökkääjän ominai-
suuksien lisäksi mahdollisuus kuunnella tai hallita käyttäjän verkkoliikennettä.
Verkkohyökkääjä asemoituu käyttäjän selaimen ja verkkopalvelun palvelimen
väliin. Passiiviset verkkohyökkääjät kykenevät vain salakuuntelemaan, kun
taas aktiiviset verkkohyökkääjät kykenevät myös peukaloimaan käyttäjän
verkkoliikennettä [JB08].
3.3.1 Passiivinen verkkohyökkääjä
Passiivinen verkkohyökkääjä [JB08] pystyy salakuuntelemaan verkkoliiken-
nettä, muttei peukaloimaan tai huijaamaan uutta liikennettä. Hyökkääjä voi
siepata käyttäjän salaamattomia yhteyksiä, kuten HTTP-pyyntöjä, käyttäjän
selatessa verkkosivustoilla esimerkiksi langattoman verkon yli. Hyökkääjä voi
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saada pyynnöistä haltuunsa käyttäjän istunnon tunnisteen ja tätä kautta
kaapata koko käyttäjän istunnon.
3.3.2 Aktiivinen verkkohyökkääjä
Aktiivinen verkkohyökkääjä [JB08] pystyy salakuuntelemisen lisäksi myös
peukaloimaan liikennettä. Hyökkääjä on tunkeutunut käyttäjän verkkoon
esimerkiksi käyttäjän nimipalvelimen kautta, langattomassa verkossa huijaa-
malla verkkokehyksiä tai tarjoamalla käyttäjän käyttämästä langattomasta
yhteysosoitteesta saman nimistä hyökkääjän hallinnoimaa yhteysosoitetta.
Hyökkääjä voi hyödyntää tunkeutumisessa myös käyttäjän lähiverkon reititti-
mien ohjelmistoissa olevia tunnettuja haavoittuvuuksia.
3.4 Ohjelmistokehittäjän virhe
Ohjelmistokehittäjät tekevät aika ajoin virheitä [JB08], jotka voivat aiheut-
taa tietoturvaongelmia. Virhe voi johtua esimerkiksi pienestä muutoksesta
ohjelmiston konfiguraatiotiedostossa, joka lopulta aiheuttaa vakavan haavoit-
tuvuuden toisessa osassa ohjelmistoa. Virheiden havaitsemista vaikeuttavat
ohjelmistoprojektien koko ja siinä työskentelevien henkilöiden määrä. Lisäksi
osalla kehittäjistä ei välttämättä aina ole riittävää tietämystä potentiaalisista
tieturvaongelmista.
3.5 Poissuljetut uhkamallit
Tutkielmasta poissuljetut uhkamallit ovat erityistapauksia, jotka eivät koh-
distu useimpiin web-asiakassovelluksiin tai joita vastaan ei pysty lainkaan
puolustautumaan selain- tai sovelluspohjaisilla tietoturvamekanismeilla.
3.5.1 Ylemmän verkkotunnuksen hyökkääjä
Ylemmän verkkotunnuksen hyökkääjä (related-domain attacker) [BBC11] on
web-hyökkääjän erikoistapaus, joka edellyttää web-hyökkääjän ominaisuuk-
sien lisäksi samaa ylemmän tason verkkotunnusta hyökkäyksen kohteen kanssa.
Erityisesti pilvipalveluntarjoajat voivat käyttää samaa ylemmän tason verk-
kotunnusta kaikille palvelun käyttäjille [Mar13]. Ylemmän verkkotunnuksen
hyökkääjä voi tehdä esimerkiksi evästeiden syrjäyttämishyökkäyksiä (cookie
tossing) [LOR11].
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3.5.2 Kalasteluhyökkäys
Kalasteluhyökkäyksessä (phishing attack) [JB08] hyökkääjä luo sivuston, joka
muistuttaa toista tunnettua sivustoa. Hyökkääjä houkuttelee käyttäjän tälle
sivustolle esimerkiksi lähettämällä sähköpostia, joka sisältää linkin sivustolle.
Hyökkäyksen kohde ei tunnista, että sivusto väärennös, ja voi täten syöttää
esimerkiksi käyttäjätunnukset hyökkääjän sivulle. Kalasteluhyökkäyksessä
hyökkäys ei tapahdu hyökkäyksen kohteena olevan palvelun sivulla, eikä siinä
hyödynnetä suoraan palvelusta löytyviä haavoittuvuuksia, vaan ainoastaan
käyttäjän tietämättömyyttä tai huolimattomuutta. Tutkielmassa oletetaan,
että käyttäjä osaa selaimen osoiteriviltä tarkistamalla tunnistaa, onko hän
palvelun ylläpitäjän vai toisen osapuolen sivustolla.
3.5.3 Haittaohjelmat ja selainhaavoittuvuudet
Haittaohjelmien ja selainhaavoittuvuuksien [JB08] kautta voidaan injektoida
ja suorittaa haitallista ohjelmakoodia käyttäjän selaimessa. Tämä voi joh-
taa pahimmillaan koko käyttäjän istunnon kaappaamiseen. Selainpohjaiset
tietoturvamekanismit eivät toimi näitä uhkia vastaan, sillä hyökkääjä voi
korvata tietoturvamekanismin toteutuksen omalla haitallisella toteutuksel-
laan [BJM08].
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4 Hyökkäystavat
Tässä luvussa esitellään kirjallisuudessa esitettyjä hyökkäystapoja web-
asiakassovelluksia ja niiden käyttämiä kommunikaatiokanavia, kuten HTTP-
tiedonsiirtoprotokollaa sekä HTML5:n postMessage-rajapintaa, vastaan. Lu-
vun lopuksi käsitellään hyökkäystapoja, jotka on jätetty tutkielman ulkopuo-
lelle.
Web-asiakassovelluksia vastaan kohdistuvia hyökkäyksiä luetellaan OWASP
(Open Web Application Security Project) -tietoturvayhteisön ylläpitämäl-
lä kymmenen kriittisimmän web-sovelluksiin kohdistuvan tietoturvauhan,
OWASP Top 10, listalla [WW13] sekä HTML5-standardissa [HBF+14].
Kommunikaatiokanavia vastaan kohdistuvia hyökkäyksiä mainitaan HTTP-
protokollan päälle kehitetyissä tietoturvaa parantavissa standardeissa [Res00,
HJB12].
HTTP-yhteyskäytännön tiukan tiedonsiirtosuojan standardissa mainitaan
pahimpina uhkina salakuuntelu ja mies välissä -hyökkäykset. OWASP Top 10
-listalla luetellaan kuusi web-asiakassovelluksia vastaan kohdistuvaa uhkaa ja
hyökkäystä: rikkoutunut tunnistus ja istunnon hallinta, verkkosivun rakennet-
ta muuttava välityshyökkäys, tietoturvan virheellinen konfigurointi, arkaluon-
toisen tiedon paljastuminen, sivustojen välinen pyyntöhuijaus ja tunnettuja
haavoittuvuuksia sisältävien komponenttien käyttö. HTML5-standardissa mai-
nitaan verkkosivun rakennetta muuttavien välityshyökkäyksien ja sivustojen
välisten pyyntöhuijauksien lisäksi klikkauskaappaukset.
4.1 Salakuuntelu ja mies välissä -hyökkäys
Salakuuntelussa hyökkääjä kaappaa kahden osapuolen välistä tietoliikennet-
tä etsien kaapatusta liikenteestä luottamuksellista tietoa, kuten salasanoja
tai istunnon tunnisteita [OWAf]. Mies välissä -hyökkäyksessä (Man-In-the-
Middle attack, MITM) hyökkääjä asettuu kahden osapuolien väliin ja kykenee
kaappaamisen lisäksi peukaloimaan liikennettä [OWAe].
HTTP-yhteydet ovat salaamattomia ja täten alttiita salakuuntelulle ja mies
välissä -hyökkäyksille [CNHD15]. Myös HTML5:n postMessage-rajapinta on
altis mies välissä -hyökkäyksille, mikäli rajapinnan tietoturvaominaisuuksien
käytössä on puutteita [HSA+10].
OWASP Top 10 -listalla [WW13] rikkoutunut tunnistus ja istunnon hallinta
on sijalla kaksi ja sitä pidetään helposti hyväksikäytettävänä, keskitasoisesti
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hyödynnettävänä ja havaittavana sekä äärimmäisen vakavana. Rikkoutuneen
tunnistuksen ja istunnon hallinnan takia istunnon tunnisteet voivat päätyä sa-
lakuuntelun avulla hyökkääjälle. Rikkoutuneeseen tunnistukseen ja istunnon
hallintaan liittyy arkaluontoisen tiedon paljastuminen. Se on sijalla kuusi ja
sitä pidetään vaikeasti hyödynnettävänä, harvinaisena ja keskitasoisesti havait-
tavana, mutta äärimmäisen vakavana. Arkaluontoisen tiedon paljastuminen
on mahdollista salakuuntelun ja mies välissä -hyökkäyksien avulla.
4.1.1 Salakuuntelu
Salakuuntelu edellyttää passiivisen verkkohyökkääjän kyvykkyyksiä [JB08].
Hyökkääjä kykenee kaappaamaan käyttäjän istunnon sieppaamalla salaamat-
tomista pyynnöistä istunnon tunnisteet sisältävät evästeet. Salakuunteluhyök-
käyksiä on erittäin hankala havaita, mutta niiden tekeminen on helppoa ja
niitä varten on tehty useita valmiita työkaluja [OWAf].
Salattua HTTPS-yhteyttä käyttävät sivustot altistuvat salakuuntelulle, mikäli
yksikin samaan verkko-osoitteeseen tehtävistä pyynnöistä tehdään salaamat-
toman HTTP-yhteyden kautta, ja evästeiden välittämistä salaamattomien
yhteyksien yli ei ole rajoitettu [JB08].
4.1.2 Mies välissä -hyökkäys
Mies välissä -hyökkäys on salakuuntelua hienostuneempi ja edellyttää ak-
tiivisen verkkohyökkääjän kyvykkyyksiä [JB08]. Hyökkäyksessä hyökkääjä
jakaa kahden osapuolen välisen yhteyden kahtia niin, että kumpikin osa-
puoli muodostaa yhteyden hyökkääjään [OWAe]. Hyökkääjä toimii näiden
yhteyksien välissä liikenteen välittäjänä, jolloin hyökkääjä pystyy muokkaa-
maan, tuhoamaan ja lisäämään uusia salaamattomia HTTP-pyyntöjä ja
-vastauksia [CNHD15].
Mies välissä -hyökkäys on mahdollista tehdä myös salatun HTTPS-yhteyden
yli [OWAe]. Tällöin hyökkääjä muodostaa kaksi salattua yhteyttä kummankin
osapuolen kanssa. Salatun yhteyden muodostaminen edellyttää, että käyttä-
jä jättää huomioimatta selaimen varoitukset epäkelvollisesta sertifikaatista,
hyökkääjän hallussa on sivuston sertifikaatti tai hyökkääjän sertifikaatilla
on sama myöntäjä (Certificate Authority, CA) ja varmenteessa oleva nimi
(Certificate Name, CN) kuin hyökkäyksen kohteena olevalla sivustolla.
Yhdistelmäsisältö altistaa mies välissä -hyökkäyksille, sillä hyökkääjä voi in-
jektoida haitallista koodia sisältäviä resursseja tai tarjota niitä alkuperäisten
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resurssien sijaan [JB08]. Tämä avaa mahdollisuuden esimerkiksi hyökkääjän
JavaScript-koodin suorittamisen. Haavoittuvuuteen riittää, että ohjelmisto-
kehittäjä tekee kerran yhden merkin kirjoitusvirheen URL-osoitteen proto-
kollassa. Chen ja kumppanit [CNHD15] tutkivat yhdistelmäsisältöä Alexan
ylläpitämän sadantuhannen suosituimman sivuston listalla olevilla sivustoilla.
Tutkimuksessa 43 prosentilta sivustoista löytyi ainakin yksi resurssi, joka
oli yhdistelmäsisältöä. Aikaisemmassa tutkimuksessa Yue ja Wang [YW09]
tutkivat turvattomia JavaScriptin käyttötapoja web-sivustoilla Alexan ylläpi-
tämien suosituimpien sivustojen listoilta valittujen sivustojen joukossa. He
havaitsivat, että tutkittavista ulkopuolisia JavaScript-resursseja liittävistä
4 517 sivustosta vain 125 sivustoa haki kaikki skriptit HTTPS-yhteyden yli,
ja 138 sivustoa haki skriptit sekä HTTP- että HTTPS-yhteyden yli. Loput
sivustot käyttivät pelkkää salaamatonta HTTP-yhteyttä.
SSL:n ohitushyökkäyksessä (SSL stripping) [Mar09] salattu HTTPS-yhteys
muodostetaan pelkästään mies välissä -hyökkääjän ja kohdesivuston välil-
le. Hyökkäys edellyttää, että käyttäjä ottaa ensimmäisen yhteyden sivuston
HTTP-osoitteeseen. Tämä voi tapahtua esimerkiksi käyttäjän kirjoittaessa
itse sivuston osoitteen selaimen osoiteriville tai tullessa sivustolle toisella
sivulla olevan linkin kautta niin, että URL-osoitteen protokolla on HTTP
salatun HTTPS:n sijaan [HJB12]. Tavallisesti salattu sivusto vastaa salaamat-
tomasta HTTP-osoitteesta tilakoodilla 302 (siirretty väliaikaisesti), joka saa
selaimen ohjaamaan uudelleen sivuston HTTPS-osoitteeseen. Uudelleenohjaa-
misen sijaan hyökkääjä tarjoaa sivustosta versiota, jossa HTTPS-osoitteet on
korvattu HTTP-versioilla osoitteista. Tällöin hyökkääjä voi ohjata kaikkea
käyttäjän ja sivuston välistä liikennettä.
Mies välissä -hyökkäyksellä voidaan pakottaa käyttäjä käyttämään hyök-
kääjän hallussa olevaa istuntoa evästeen ylikirjoittamisella (cookie overrid-
ing) [BJM08]. Hyökkäyksessä lisätään eväste palvelimelta tulevaan HTTP-
vastaukseen, jolloin eväste ylikirjoittaa olemassa olevan käyttäjän istunnon tai
alustaa kokonaan uuden istunnon. Kun selain välittää hyökkääjän ylikirjoitta-
man evästeen takaisin palvelimelle, palvelimen on vaikea havaita, että istunto
on hyökkääjän ylikirjoittama. Eväste voi välittyä myös HTTPS-pyyntöjen
yhteydessä, mikäli eväste on asetettu HTTPS-yhteyksillä käytettäväksi.
4.1.3 Hyökkäykset postMessage-rajapinnassa
HTML5:n postMessage-rajapinnassa tapahtuvat hyökkäykset edellyttävät
verkkohyökkääjää heikomman web-hyökkääjän kyvykkyyksiä [BJM09]. Hyök-
käykset ovat mahdollisia, mikäli rajapinnan tietoturvaominaisuuksien käytössä
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on puutteita: rajapinnan kautta lähettävien viestien kohteen alkuperää ei ole
yksilöity tai vastaanotettujen viestien alkuperää ei tarkisteta [HSA+10].
Hanna ja kumppanit [HSA+10] löysivät haavoittuvuuden Facebookin kerta-
kirjautumisen, Facebook Connect, liitännäisestä. Hyökkääjä liittää omalle
sivulleen hyökkäyksen kohteena olevan sivuston, joka sisältää kertakirjautumi-
sen liitännäisen. Hyökkäyksessä liitännäisen luoma välittäjäikkuna korvataan
hyökkääjän omalla välittäjäikkunalla, jolloin kaikki viestintä hyökkäyksen
kohteena olevan sivuston ja liitännäisen välillä tapahtuu hyökkääjän välittä-
jäikkunan kautta altistaen kaiken viestiliikenteen hyökkääjän hallintaan.
Son ja Shmatikov [SS13] tutkivat postMessage-rajapinnan haavoittuvuuksia
ja tietoturvaominaisuuksien käyttöä Alexan ylläpitämän kymmenentuhannen
suosituimman sivuston listan sivustojen joukossa. Sivustoista 22 prosenttia
sisälsi ainakin yhden postMessage-rajapinnan kuuntelijan. Son ja Shmati-
kov kavensivat tutkimuksen koskemaan vain 136 erillistä kuuntelijaa, koska
suurin osa kuuntelijoista oli kolmannen osapuolen kirjastoissa, jotka olivat
käytössä usealla sivustoista. Kuuntelijoista 65 ei sisältänyt minkäänlaista
alkuperän tarkistusta. Kuuntelijoista 13 sisälsi haavoittuvuuden alkuperän
tarkistuksessa, joista kymmenen johtui virheellisestä säännöllisestä lausek-
keesta. Näille kehyselementille voitiin lähettää suoraan – tai pienellä vaivalla
haavoittuvuutta hyödyntävästä verkko-osoitteesta – haitallisia viestejä.
4.2 Verkkosivun rakennetta muuttavat välityshyök-
käykset
Verkkosivun rakennetta muuttavassa välityshyökkäyksessä (Cross-Site Script-
ing, XSS) hyökkääjä pääsee suorittamaan omaa ohjelmakoodiaan kohdepal-
velun asiakassovelluksen kontekstissa asiakassovelluksen oikeuksilla [OWAc].
Hyökkäykset ovat erittäin yleisiä ja ne ovat osoittautuneet hyvin hankalaksi
torjua [Ker14]. Hyökkäyksillä voidaan häiritä verkkopalvelua tai vaarallisim-
millaan jopa varastaa käyttäjien istuntoja [OWAc].
OWASP Top 10 -listalla [WW13] verkkosivun rakennetta muuttavat välitys-
hyökkäykset ovat sijalla kolme ja niitä pidetään erittäin yleisinä, keskitasoi-
sesti hyödynnettävinä, helposti havaittavina ja vakavuudeltaan keskitasoisina.
Googlen omille palveluillensa ylläpitämän haavoittuvuuksien raportointioh-
jelman kautta raportoitujen haavoittuvuuksien joukossa verkkosivun raken-
netta muuttavan välityshyökkäyksen mahdollistavat haavoittuvuudet ovat
olleet kaikkein yleisimpiä [Ker14]. Lekies ja kumppanit [LSJ13] havaitsivat,
että Alexan ylläpitämän viidentuhannen suosituimman sivuston listalla 9,6
27
prosentilla sivustoista oli haavoittuvuus, jonka kautta voitiin suorittaa DOM-
perustainen rakennetta muuttava välityshyökkäys.
Verkkosivun rakennetta muuttavassa välityshyökkäyksessä hyökkääjällä on
kaikki web-hyökkääjän kyvykkyydet [JB08]. Hyökkääjä pyrkii anastamaan
arkaluontoisia tietoja, kuten evästeitä tai muita istunnon tietoja, ohjaamaan
käyttäjän hyökkääjän hallussa olevalle sivustolle tai suorittamaan haitalli-
sia toimintoja hyökkäyksen kohteena olevan sivuston kontekstissa [OWAc].
Hyökkäys tarvitsee onnistuakseen kolme edellytystä: ensimmäiseksi hyök-
kääjän täytyy pystyä injektoimaan koodia sivuston DOM-puuhun, toiseksi
hyökkääjän injektoima koodi täytyy pystyä suorittamaan ja kolmanneksi
hyökkäyksessä mahdollisesti hankittu data täytyy pystyä siirtämään toisel-
le hyökkääjän omistamalle verkkotunnukselle hyökkääjän tutkittavaksi ja
tulevaa väärinkäyttöä varten [HNS+12].
Useimmiten verkkosivun rakennetta muuttavat välityshyökkäykset johtuvat
epäluotettavasta lähteestä, kuten käyttäjältä, saadun tietosisällön puutteelli-
sesta validoinnista, siistimisestä (escaping) tai puhdistamisesta (sanitizing)
ja tämän tietosisällön päätymisestä suoritettavaksi kohdepalvelun kontekstis-
sa [Ker14]. Epäluotettava tietosisältö voi olla JavaScriptiä tai mitä tahansa
muuta suorituskelpoista koodia, kuten HTML:ää tai Flashia [OWAc]. Tämän
tietosisällön yleisiä lähteitä ovat HTTP-pyynnön parametrit ja tallennettu
käyttäjiltä saatu data.
OWASP-tietoturvayhteisö jakaa verkkosivun rakennetta muuttavat välitys-
hyökkäykset kolmeen eri tyyppiin: tallennettuihin, heijastettuihin sekä hieman
uudempiin vuonna 2005 esitettyihin DOM-perustaisiin rakennetta muutta-
viin välityshyökkäyksiin [OWAc]. Heijastetut ja DOM-perustaiset rakennetta
muuttavat välityshyökkäykset edellyttävät, että käyttäjä vierailee haitallista
koodia sisältävässä linkissä tai lähettää haitallisen lomakkeen hyökkäyksen
kohteena olevalle sivulle [Ker14]. Näiden kolmen hyökkäystyypin lisäksi on
esitetty skriptittömiä rakennetta muuttavia välityshyökkäyksiä [HNS+12],
jotka toimivat kokonaan ilman JavaScriptiä hyödyntäen uusimpia HTML- ja
CSS-standardeja.
4.2.1 Tallennettu rakennetta muuttava välityshyökkäys
Tallennetussa rakennetta muuttavassa välityshyökkäyksessä (stored
XSS) [OWAc] hyökkääjä tallentaa injektoitavan skriptin sivuston käyttämään
resurssiin, kuten tietokantaan tai vierailijalokiin. Resurssi voi olla esimerkiksi
viestiin liittyvä kommentti tai keskustelualueen viesti. Käyttäjän vieraillessa
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resurssin esittävällä sivulla hyökkääjän injektoima skripti suoritetaan, jos
syötteen puhdistamisessa tai siistimisessä on puutteita.
4.2.2 Heijastettu rakennetta muuttava välityshyökkäys
Heijastetussa rakennetta muuttavassa välityshyökkäyksessä (reflected
XSS)[OWAc] injektoitava skripti on mukana pyynnön parametreissa ja se
heijastetaan takaisin palvelimelta osana vastausta ilman siistimistä tai puh-
distamista, esimerkiksi virheviestissä tai hakutuloksissa. Selain luottaa tähän
vastaukseen ja suorittaa siihen injektoidun skriptin. Hyökkäys edellyttää,
että käyttäjä saadaan vierailemaan haitallista koodia sisältävässä linkissä
tai lähettämään haitallinen lomake hyökkäyksen kohteena olevalle sivulle.
Haitallinen linkki voidaan välittää käyttäjälle esimerkiksi sähköpostiviestissä
tai toisen sivuston kautta.
Heijastettu rakennetta muuttava välityshyökkäys voidaan suorittaa myös eväs-
teen kautta, mikäli arvo luetaan suoraan evästeestä ja tulostetaan sivulle
ilman asianmukaista siistimistä tai puhdistamista. Hyökkäystä kutsutaan
evästepohjaiseksi heijastetuksi rakennetta muuttavaksi välityshyökkäykseksi
(cookie based reflected XSS) [LOR11]. Hyökkäystä pidetään vaikeammin hyö-
dynnettävänä, sillä hyökkääjän täytyy ensin onnistua tallentamaan haitallista
koodia sisältävä eväste käyttäjän selaimeen. Zheng ja kumppanit [ZJL+15]
havaitsivat, että useilta isoilta sivustoilta, kuten China Construction Bank,
Amazon Cloud Drive ja eBay, löytyi haavoittuvuus, jonka kautta pystyttiin
suorittamaan evästepohjainen heijastettu rakennetta muuttava välityshyök-
käys.
Listauksessa 14 esitellään Java-ohjelmointikieltä käyttävällä palvelinpuolen
JSP (JavaServer Pages) -teknologialla kirjoitettu koodinpätkä, joka on altis
heijastetulle rakennetta muuttavalle välityshyökkäykselle [OWAc]. Rivillä yksi
luetaan pyynnön parametreista työntekijän tunnus, eid. Rivillä kolme tämä
tunnus tulostetaan suoraan vastaukseen ilman validointia, siistimistä tai puh-
distamista. Hyökkääjä voi asettaa eid-parametriksi esimerkiksi JavaScriptiä
sisältävän skriptielementin, jolloin skripti ajetaan suoraan sivun kontekstissa.
1 <% String eid = request.getParameter("eid" ); %>
2 ...
3 Työntekijän tunnus: <%= eid %>
Listaus 14: Heijastetulle rakennetta muuttavalle välityshyökkäykselle altis
JSP-koodinpätkä [OWAc].
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4.2.3 DOM-perustainen rakennetta muuttava välityshyökkäys
DOM-perustainen rakennetta muuttava välityshyökkäys (DOM-based XSS)
tapahtuu kokonaan asiakassovelluksen kontekstissa DOM-ympäristössä ta-
pahtuvien dynaamisten muutosten seurauksena, eikä täten vaadi lainkaan
kommunikaatiota palvelimen kanssa [OWAd]. Hyökkäykset johtuvat epäluo-
tettavan tietosisällön puutteellisesta validoinnista, siistimisestä tai puhdistami-
sesta ja käytöstä tietoturvakriittisissä yhteyksissä, jotka johtavat epäluotetta-
van tietosisällön suorittamiseen DOM-ympäristössä [SLM+14]. Epäluotettava
tietosisältö voi olla peräisin muun muassa URL-osoitteesta location.href-
ominaisuuden, ikkunan nimestä window.name-ominaisuuden, sivulle ohjan-
neesta edellisestä osoitteesta document.referer-ominaisuuden tai evästeestä
document.cookie-ominaisuuden kautta [LSJ13].
Lekies ja kumppanit [LSJ13] jakavat epäluotettavan sisällön suorituskon-
tekstit JavaScript-, HTML- ja URL-pohjaisiin konteksteihin. JavaScript-
kontekstissa epäluotettava sisältö päätyy suoraan evaluoitavaksi suoritusai-
kaisesti eval-, setTimeout- ja setInterval-funktioiden tai skriptielementin
text-, innerText- ja textContent-ominaisuuksien kautta. Nämä tulkitsevat
syötteenä annetun merkkijonon suoraan JavaScript-koodiksi ja ovat täten
alttiita hyökkäykselle, jos niiden yhteydessä käsitellään epäluotettavasta läh-
teestä saatua tietosisältöä.
HTML-kontekstissa epäluotettava tietosisältö päätyy suoritettavaksi DOM-
rajapinnan document.write-funktion tai DOM-elementin innnerHTML- ja
innerAdjacentHTML-ominaisuuksien kautta tehdyllä muutoksella. Nämä ot-
tavat syötteenä merkkijonon, joka lisätään DOM-puuhun ja tulkitaan HTML-
koodiksi. Mikäli epäluotettavan tietosisällön siistimisessä tai puhdistamisessa
on puutteita, hyökkääjä voi injektoida syötteeksi omaa JavaScriptiä sisältävää
HTML-koodia.
URL-kontekstissa epäluotettava tietosisältö päätyy suoritettavaksi DOM-
solmun URL-attribuutin asettamisen kautta. Näistä kuva- ja kehyselementin
src-, object-elementin data- sekä ankkurielementin href-attribuutit ovat
alttiita javascript:- tai data:-skeemoja käyttäville hyökkäyksille. Näiden
skeemojen kautta voidaan suorittaa JavaScriptiä aivan kuten muiden suori-
tusaikaisesti koodia evaluoivien funktioiden kautta.
DOM-perustaisen rakennetta muuttavan välityshyökkäyksen aiheuttava tieto-
sisältö voi olla peräisin myös HTML5:n rajapinnoista, kuten postMessage-
rajapinnan viestistä tai selaimen paikallisen muistin arvosta [SLM+14]. Paikal-
lisen muistin kautta tapahtuvassa hyökkäyksessä [SS13] hyökkääjän tarvitsee
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tallentaa haitallinen koodi esimerkiksi toisen haavoittuvuuden kautta, hyö-
dyntämällä yleisessä käytössä olevia tietokoneita tai hyökkäämällä käyttäjän
käyttämän suojaamattoman verkon kautta. Hyökkäys toteutuu, kun käyt-
täjä vierailee sivustolla, ja sovellus suorittaa paikallisesta muistista luetut
hyökkääjän tallentamat arvot.
Listauksessa 15 esitellään DOM-perustaiselle rakennetta muuttavalla väli-
tyshyökkäykselle altis JavaScript-koodinpätkä [SLM+14]. Rivillä yksi ase-
tetaan muuttajan id arvoksi sivun URL-osoitteen osatunniste ilman sen
ensimmäistä merkkiä, ristikkoa. Rivillä kaksi osatunniste asetetaan suoraan
kehyselementin id-attribuutiksi ilman syötteen siistimistä tai puhdistamista.
Rivillä neljä tämä merkkijono tulkitaan HTML-koodiksi lisäämällä se DOM-
puuhun document.write-funktiolla. Ohjaamalla käyttäjän sivuston osoit-
teeseen http://example.org/#1 src=javascript:eval(name) hyökkääjä
pystyy suorittamaan osatunnisteeseen upotettua koodia käyttäjän selaimes-
sa asettamalla hyökkäyksessä id-attribuutin lisäksi uuden lähdeattribuutin,
jonka arvona on hyökkääjän omaa JavaScriptiä.
1 var id = location.hash.slice(1);
2 var code = "<iframe id=" + id + " [...]>" ;
3 code += "</iframe>" ;
4 document.write(code);
Listaus 15: DOM-perustaiselle rakennetta muuttavalle välityshyökkäykselle
altis JavaScript-koodinpätkä [SLM+14].
Kuvassa 3 on kuvankaappaus Twitter-mikroblogipalvelussa kiertäneestä vies-
tistä, joka aiheutti DOM-perustaisen rakennetta muuttavan välityshyökkäyk-
sen Twitterin TweetDeck-palvelun käyttäjille vuonna 2014 [Zet14]. Hyök-
käys oli matovirus, joka lähetti uudelleen saman viestin eteenpäin käyttäjän
Twitter-tilin nimissä. Hyökkäys levisi laajalle ja sille altistuneita Twitter-tilejä
raportoitiin samana päivänä olleen jo noin kolmekymmentätuhatta. Näiden
joukossa olivat muun muassa New York Timesin ja BBC:n Twitter-tilit.
4.2.4 Skriptitön rakennetta muuttava välityshyökkäys
Skriptittömässä verkkosivun rakennetta muuttavassa välityshyökkäyksessä
(scriptless XSS) [HNS+12] sivun tiedot vaarantuvat ilman JavaScriptin suori-
tusta. Hyökkäystä on mahdotonta estää skriptien suorittamista rajoittavilla
tai kokonaan estävillä asetuksilla ja liitännäisillä. Hyökkäyksellä voidaan anas-
taa mitä tahansa sivulla olevaa tietoa, kuten salasanoja, luottokorttitietoja
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Kuva 3: Kuvankaappaus viestistä, joka aiheutti DOM-perustaisen rakennetta
muuttavan välityshyökkäyksen Twitterin TweetDeck-palvelussa [Zet14].
ja lomakkeisiin piilotettuja CSRF-tarkisteita tai vaihtaa sivuston lomakkei-
den tietojen lähetyskohde. Hyökkäykseen riittää haavoittuvuus, jonka kautta
voidaan injektoida HTML:ää tai CSS:ää sivulle.
Heiderichin ja kumppaneiden [HNS+12] esittämissä hyökkäysmalleissa hyök-
kääjällä on kyky on injektoida mielivaltaista dataa sivun DOM-puuhun.
Lisäksi Heiderich ja kumppanit olettavat, että käyttäjä on estänyt skrip-
tien suorittamisen kokonaan estäen tavanomaisten verkkosivun rakennet-
ta muuttavien välityshyökkäyksien suorittamisen selaimessa. Heiderich ja
kumppanit käyttävät hyökkäyskomponentteina uudempia HTML- ja CSS-
standardien ominaisuuksia: SVG- ja WOFF-muotoisia ulkopuolisia kirjasi-
mia sekä CSS:n animaatioita, content-ominaisuutta ja mediakyselyitä. SVG
(Scalable Vector Graphics) -muotoiset kirjasimet antavat hyökkääjälle mahdol-
lisuuden muokata yksittäisten kirjoitusmerkkien ulkonäköä ja mittasuhteita.
WOFF (Web Open Font Format) -muotoisten kirjasimien ja uusimman CSS3-
standardin valinnaisten ligatuurien (discretionary ligatures) kanssa voidaan
kuvata mielivaltaisen pitkiä merkkijonoja yhdellä kirjoitusmerkillä. CSS:n
content-ominaisuudella voidaan näyttää käyttäjän näkyvistä piilotettuja
arkaluontoisia tietoja sivulla ja mediakyselyillä voidaan kirjoittaa tyyliohjeita,
jotka aktivoituvat sivuston ollessa tietyn kokoinen.
Heiderichin ja kumppaneiden ensimmäisessä hyökkäysmallissa hyökkääjä
voi anastaa CSRF-suojattuja linkkejä. Hyökkäyksessä hyödynnetään SVG-
kirjasintiedostoja, animaatioita ja content-ominaisuutta yhdessä WebKit-
selainmoottorin oman CSS-ominaisuuden kanssa. Hyökkääjä injektoi sivulle
tyyliohje-elementin, joka sisältää CSRF-suojattuihin linkkeihin kohdistuvat
CSS-valitsimet ja kirjasinmäärittelyn, joka määrittelee joukon huolellises-
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ti valmisteltuja SVG-kirjasintiedostoja: jokaiselle merkille, joka voi esiintyä
CSRF-tunnisteessa, määritellään yksi kirjasintiedosto, jossa yhdellä merkillä
on nollasta poikkeava leveys, ja kaikilla muilla merkeillä leveys on nolla. CSS:n
content-ominaisuuden ja pseudoelementin yhdistelmällä linkin osoitteen si-
sältävä href-attribuutti voidaan muuttaa näkyväksi sivulla. Injektoidussa
tyyliohje-elementissä oleva CSS-animaatio pienentää CSRF-suojatun linkin
sisältävän elementin alkuperäisestä koosta hyökkääjän määrittelemään lopul-
liseen kokoon. Tällöin teksti ylivuotaa useammalle riville ja selain näyttää ele-
mentille vierityspalkin, mikäli pseudoelementin leveys poikkeaa nollasta, eli se
sisältää kirjasintiedostossa määritellyn merkin. Vierityspalkille on määritelty
oma taustakuva WebKitin omaa CSS-ominaisuutta käyttäen. Vierityspalkin il-
mestyessä selain tekee pyynnön sen taustakuvaan, jolloin hyökkääjä saa tietää
esiintyykö merkki CSRF-tunnisteessa. Samaa hyökkäysmallia voidaan hyödyn-
tää luottokorttitietojen anastamiseen käyttämällä WOFF-kirjasintiedostoa
ja valinnaisia ligatuureja, jossa jokaiselle luottokorttinumerosarjalle on oma
kirjasintiedostonsa.
Heidrichin ja kumppaneiden toinen hyökkäysmalli on kehitetty ensimmäisestä
hyökkäysmallista soveltuvaksi kaikille selaimille. Hyökkäysmalli hyödyntää
muuten samaa tekniikkaa, mutta käyttää vierityspalkin taustakuvan sijaan
tavallisia elementtien taustakuvia yhdessä mediakyselyiden kanssa. Hyökkäys-
malli edellyttää, että sivulle on upotettu toinen sivu kehyselementillä, joka
on koko sivun levyinen, ja että kehyselementin sisältävälle sivulle voidaan
injektoida tyyliohje-elementti. Injektoitu tyyliohje sisältää mediakyselyn, joka
aktivoituu, kun sivun, eli tässä tapauksessa kehyselementin, leveys laskee alle
tietyn pikselimäärän. Kun kehyselementin leveyttä muutetaan, esimerkiksi
sivulle injektoidulla CSS-animaatiolla, skriptillä tai käyttäjän toiminnan seu-
rauksena, sisältö ei enää mahdu näkymään kokonaan kehyselementissä ja
elementille ilmestyy vierityspalkki. Tämä edellyttää, että elementin korkeus
on vakio ja vaakasuuntainen ylivuoto on estetty. Kehyselementtiin liitetyn
sivun koko pienentyy vierityspalkin takia 10-15 pikseliä, jolloin taustakuvan
asettava mediakysely aktivoituu, ja selain tekee pyynnön taustakuvaan. Tämä
paljastaa vierityspalkin taustakuvan tapaan tietoa kehyselementissä olevan
datan pituudesta, ja täten myös sen sisällöstä.
Heidrichin ja kumppaneiden esittämät hyökkäysmallit osoittavat, että ilman
JavaScriptiä pelkästään uusia HTML- ja CSS-standardeita käyttämällä voi-
daan anastaa arkaluontoisia tietoja sivulta. He uskovat, että samoja hyökkäys-
komponentteja hyödyntämällä voidaan toteuttaa monia muita hyökkäyksiä, ja
että jatkossa CSS-tyyliominaisuuksien kehittyessä tullaan näkemään entistä
enemmän hyökkäyksiä, jotka eivät vaadi lainkaan skriptien suoritusoikeuksia.
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4.3 Sivustojen välinen pyyntöhuijaus
Sivustojen välisessä pyyntöhuijauksessa (Cross-Site Request Forgery, CSRF
tai XSRF) hyökkääjä suorittaa ei-toivottuja pyyntöjä luotettavana pide-
tyn käyttäjän kontekstissa käyttäjän tietämättä [OWAb]. OWASP Top 10
-listalla [WW13] sivustojen väliset pyyntöhuijaukset ovat sijalla kahdeksan ja
niitä pidetään yleisinä, keskitasoisesti hyödynnettävinä, helposti havaittavi-
na ja vakavuudeltaan keskitasoisina. Hyökkäys edellyttää, että käyttäjä on
kirjautunut hyökkäyksen kohteena olevaan palveluun [ZF08].
Toisin kuin verkkosivun rakennetta muuttavassa välityshyökkäyksessä, jos-
sa hyökkääjä käyttää hyväksi käyttäjän luottamusta tiettyyn sivustoon, si-
vustojen välisessä pyyntöhuijauksessa hyökkääjä käyttää hyväksi sivuston
luottamusta käyttäjän selaimeen [OWAb]. Pyyntöhuijauksessa haitallinen
ohjelmakoodi on kokonaan hyökkääjän hallussa, kun verkkosivun rakennetta
muuttavassa välityshyökkäyksessä aina osa koodista on injektoitu hyökkäyksen
kohteena olevalle sivustolle [ZF08]. Täten pyyntöhuijauksen suorittamiseen
ei tarvita lainkaan JavaScript-koodia, eikä verkkosivun rakennetta muutta-
vilta välityshyökkäyksiltä suojaavat tietoturvamekanismit toimi sitä vastaan.
Pohjimmiltaan sivustojen väliset pyyntöhuijaukset johtuvat siitä, että HTML
sallii lomakkeiden lähettämisen toiseen lähteeseen [HBF+14].
Yksinkertaisiin sivustojen välisiin pyyntöhuijauksiin riittää, että hyökkääjällä
on keskustelualueen kirjoittajan kyvykkyydet [BJM08]. Monimutkaisemmat
hyökkäykset edellyttävät hyökkääjältä web-hyökkääjän kyvykkyyksiä. Tällöin
käyttäjä saadaan esimerkiksi vierailemaan hyökkääjän sivustolla sähköpos-
titse toimitetun linkin kautta [OWAb]. Vierailun aikana hyökkääjän sivusto
tekee haitallisia pyyntöjä toiselle käyttäjän käyttämälle sivustolle hyödyn-
täen käyttäjän voimassa olevaa istuntoa. Pyynnön yhteydessä selain välittää
automaattisesti sivuston istuntotiedot sisältävät evästeet. Sivustojen välisellä
pyyntöhuijauksella voidaan pakottaa käyttäjä käyttämään myös hyökkääjän
hallussa olevaa istuntoa [BJM08].
Sivustojen välinen pyyntöhuijaus ei useimmiten kohdistu web-asiakassovel-
luksia vastaan, sillä se suoritetaan hyökkääjän sivuston ja kohteena olevan
sivuston palvelimen välillä. Hyökkäys voidaan joissain tapauksissa suorit-
taa kokonaan hyökkäyksen kohteena olevan sivuston sisällä. Tätä kutsutaan
tallennetuksi sivustojen väliseksi pyyntöhuijaukseksi (stored CSRF) [OWAb].
Tällöin hyödynnetään sivustolla olevaa haavoittuvuutta, jonka kautta voidaan
tallentaa esimerkiksi kuvaelementti, jonka lähteeksi on määritelty sivuston
rajapinnan kutsu. Tallennetut pyyntöhuijaukset ovat tavallisia pyyntöhui-
34
jauksia vaarallisempia, sillä on todennäköisempää, että hyökkäyksen kohde
vierailee hyökkäyksen sisältävällä sivulla ja on samaan aikaan kirjautuneena
sisään. Verkkosivun rakennetta muuttavan välityshyökkäyksen mahdollista-
van haavoittuvuuden sisältävät sivustot ovat aina alttiitta sivustojen väliselle
pyyntöhuijaukselle, mutta tämä ei päde toisin päin, sillä verkkosivun raken-
netta muuttavilta välityshyökkäyksiltä suojaavat tietoturvamekanismit eivät
suojaa sivustojen väliseltä pyyntöhuijaukselta [ZF08].
Listauksessa 16 esitellään sivustojen välisen pyyntöhuijauksen YouTube-
verkkopalvelusta suorittanut HTML-koodinpätkä [ZF08]. Videon lisääminen
käyttäjän suosikkeihin tapahtui palvelussa GET-pyynnön yli, eikä siinä ollut
minkäänlaisia tietoturvamekanismeja sivustojen välisille pyyntöhuijauksille.
Tällöin hyökkääjä pystyi lisäämään käyttäjien suosikkeihin omia videoitaan
pelkästään lisäämällä YouTube-käyttäjien käyttämille sivustoille listauksessa
esitettyjä kuvaelementtejä, joissa [VIDEO_ID]-parametri on korvattu hyök-
kääjän videon tunnisteella. Näin hyökkääjä pystyi nostamaan omien videoi-
densa suosiota palvelussa tehden niistä näkyviä muun muassa YouTuben
suosituimpien videoiden listalla. Haavoittuvuus on sen löytämisen jälkeen
korjattu.
1 <img src="http://youtube.com/watch_ajax?
action_add_favorite_playlist=1
&video_id=[VIDEO_ID]&playlist_id=&add_to_favorite=1
&show=1&button=AddvideoasFavorite" />
↪→
↪→
↪→
Listaus 16: Sivustojen välisen pyyntöhuijauksen YouTube-verkkopalvelussa
suorittanut HTML-koodinpätkä [ZF08].
4.4 Ulkopuolisten komponenttien käyttö
Web-sovellukset rakentuvat monesti useista eri paikallisista ja ulkopuolisista
lähteistä ladatuista kirjastoista [NIK+12]. Tämän ansiosta edistyneiden pal-
veluiden kehitys on nopeaa ja integrointi ulkopuolisiin palveluihin on helppoa.
Suosittujen kirjastojen lataamisen nopeuttamiseksi saatetaan käyttää kol-
mannen osapuolen sisällönjakeluverkostoa. Samalla useimmat ulkopuolisista
lähteistä ladatut kirjastot ajetaan kohdepalvelun asiakassovelluksen konteks-
tissa täysillä asiakassovelluksen oikeuksilla, jolloin asiakassovellus voi altistua
liitännäishyökkääjälle [BJM09].
OWASP Top 10 -listalla [WW13] tunnettuja haavoittuvuuksia sisältävien
komponenttien käyttö on sijalla yhdeksän ja sitä pidetään laajalle levinneenä,
35
keskitasoisesti hyödynnettävänä, vaikeasti havaittavana ja vakavuudeltaan
keskitasoisena. Ulkopuoliset kirjastot, sovelluskehykset ja protokollat edellyt-
tävät tietoturvan oikeaa konfigurointia. OWASP Top 10 -listalla tietoturvan
virheellinen konfigurointi on sijalla viisi ja sitä pidetään yleisenä, helposti
hyväksikäytettävinä, helposti havaittavina ja vakavuudeltaan keskitasoisena.
Yue ja Wang [YW09] tutkivat turvattomia JavaScriptin käyttötapoja web-
sivustoilla. He käyttivät aineistonaan suosituimpia sivustoja eri kategorioista
Alexan ylläpitämiltä suosituimpien web-sivustojen listoilta. Analysoituja
sivustoja oli yhteensä 6 270 ja niistä 66,4 prosentilla oli ainakin yhdestä ja
43,6 prosentilla ainakin kolmesta eri ulkopuolisesta lähteestä liitettyä resurssia.
Myöhemmässä tutkimuksessa Nikiforakis ja kumppanit [NIK+12] havaitsivat,
että Alexan ylläpitämän kymmenentuhannen suosituimman sivuston listalla
88,45 prosentilla sivustoista oli ainakin yksi sivuston ulkopuolisesta lähteestä
liitetty JavaScript-resurssi.
Yuen ja Wangin mukaan yhden resurssin vaarantuminen voi vaarantaa suo-
raan tuhannet muut sivustot, sillä useat sivustot käyttävät samoja ulkopuo-
lisia JavaScript-resursseja, kuten analytiikka- tai mainospalveluita, ja aja-
vat niitä täysillä oikeuksilla asiakassovelluksen kontekstissa. Nikiforakisin
ja kumppaneiden mukaan 60 prosenttia ulkopuolista lähteistä liitetyistä
JavaScript-resursseista eivät suoraan hyödyttäneet käyttäjää, vaan olivat
erilaisia analytiikka-, markkinatutkimus- tai mainospalveluita. Peräti puo-
let näistä palveluista tuli yhdeltä yritykseltä, Googlelta. Nikiforakisin ja
kumppaneiden mukaan historia on osoittanut, että vaikka näiden palveluiden
täydellinen vaarantuminen on epätodennäköistä, se on mahdollista.
Nikiforakis ja kumppanit havaitsivat, että 299 sivustolla oli ulkopuolinen
JavaScript-resurssi, jonka URL oli IP-osoite. Näistä 39 ei enää tarjonnut
JavaScript-resursseja, ja 35 tapauksessa IP-osoitteen takaa ei löytynyt enää
edes web-palvelinta. Nikiforakis ja kumppanit päättelivät, että IP-osoitteita
ei oltu päivitetty sivuille, vaikka ne olivat jo vaihtuneet. IP-osoitteen käyt-
täminen URL-osoitteessa verkkotunnuksen sijaan ei ole tavallista ja se voi
aiheuttaa ongelmia sekä altistaa hyökkäyksille, mikäli IP-osoite ei ole kiinteä.
Nikiforakis ja kumppanit löysivät 47 verkkotunnuksesta JavaScript-resursseja,
jotka oli liitetty vanhentuneista verkkotunnuksista. Hyökkääjä voi vapaasti
rekisteröidä itselleen vanhentuneen verkkotunnuksen ja alkaa tarjoamaan al-
kuperäisten resurssien URL-osoitteista haitallista koodia sisältäviä JavaScript-
resursseja. Nikiforakis ja kumppanit havaitsivat, että osa vanhentuneista verk-
kotunnuksista liitetyistä JavaScript-resursseista oli liitetty väärinkirjoitetuista
verkkotunnuksista, mikä johtui ohjelmistokehittäjien tekemistä kirjoitusvir-
heistä. Hyökkääjä pystyy vaarantamaan kaiken sivustolle tulevan liikenteen
36
rekisteröimällä väärinkirjoitetun verkkotunnuksen ja tarjoamalla saastutettua
skriptitiedostoa. Hyökkääjä omaa tällöin kaikki liitännäishyökkääjän kyvyk-
kyydet [BJM09]. Nikiforakis ja kumppanit antoivat hyökkäykselle nimeksi
TXSS (Typosquatting Cross-Site Scripting) väärinkirjoitettujen olemassa
olevien verkkotunnuksien rekisteröimisilmiön (typosquatting) mukaan.
Taulukossa 1 esitellään viisi esimerkkiä tutkimuksessa löydetyistä väärinkir-
joitetuista verkkotunnuksista, joiden alkuperäinen tarkoitettu verkkotunnus
pystyttiin tunnistamaan. Nikiforakis ja kumppanit rekisteröivät yhden verkko-
tunnuksista (googlesyndicatio.com) itselleen ja lokittivat sille sisääntulevan
liikenteen todistaakseen väärinkirjoitettujen verkkotunnuksien levinneisyyden
web-sovelluksissa. He lokittivat viidentoista päivän aikana 163 188 uniikkia
vierailua yhteensä 1 185 eri verkkotunnuksen 21 830 eri sivulta.
Tarkoitettu verkkotunnus Väärinkirjoitettu verkkotunnus
googlesyndication.com googlesyndicatio.com
purdue.edu purude.edu
worldofwarcraft.com worldofwaircraft.com
lesechos.fr lessechos.fr
onegrp.com onegrp.nl
Taulukko 1: Esimerkkejä väärinkirjoitetuista verkkotunnuksista JavaScript-
resurssien lähteissä [NIK+12].
4.5 Klikkauskaappaukset
Klikkauskaappauksessa (clickjacking) käyttäjä huijataan tekemään pyyntö
kohteeseen hyökkääjän sivuston kautta niin, että käyttäjä on tahattomasti
vuorovaikutuksessa kohdesivuston kanssa [HMW+12]. Klikkauskaappauksessa
hyödynnetään käyttäjän istuntoa kohdesivustolla ja pyritään saamaan aikaan
tilaa muuttavia toimintoja tai anastamaan arkaluontoisia tietoja [LOR11].
Klikkauskaappauksessa hyökkääjällä on kaikki web-hyökkääjän kyvykkyydet:
hyökkääjä hallinnoi yhtä tai useampaa palvelinta ja voi ohjata käyttäjän
selaimen vierailemaan hallinnoimallaan sivustolla [HMW+12].
Klikkauskaappauksen kohteeksi voi joutua täysin haavoittuvuuksista vapaa si-
vusto, sillä hyökkäys kohdistuu enemminkin käyttäjän selainta kuin varsinais-
ta sivustoa vastaan [LHA+12]. Täten sivustojen välisiltä pyyntöhuijauksilta
suojaavat tietoturvamekanismit eivät estä klikkauskaappauksia. Klikkaus-
kaappaus on ollut suosittu tapa Facebookin tykkäyksien huijauksessa, jota
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kutsutaan myös tykkäyskaappaukseksi (likejacking) [HMW+12]. Klikkauskaap-
pausta pidetään uhkana, muttei vaarallisena haavoittuvuutena [LOR11] eikä
se kuulu OWASP Top 10 -listalle [WW13].
Klikkauskaappaukset voidaan jakaa kohteen esityksen eheyden vaarantaviin,
osoittimen eheyden vaarantaviin ja eheyden väliaikaisesti vaarantaviin hyök-
käyksiin [HMW+12]. Kohteen esityksen eheys takaa, että käyttäjä kykenee
tunnistamaan toimenpiteen kohteen ennen syötetoimenpidettä. Osoittimen
eheys takaa, että käyttäjä voi luottaa osoittimeen valitessaan syötetoimenpi-
teen kohteen. Väliaikainen eheys takaa, että käyttäjällä on tarpeeksi aikaa
ymmärtää, mitä hän on tekemässä.
4.5.1 Kohteen esityksen eheyden vaarantava hyökkäys
Kohteen esityksen eheyden vaarantavassa hyökkäyksessä [HMW+12] kaap-
pauksen kohteena oleva sivusto verhotaan syötin taakse piiloon. Kohdesivusto
upotetaan hyökkääjän sivulle kehyselementillä, josta saadaan läpinäkyvä
CSS:llä asettamalla sen ympäröivän kääre-elementin opacity-ominaisuuden
arvoksi nolla. Kääre-elementin alapuolelle asemoidaan syötti CSS:llä käyttäen
kääre-elementtiä pienempää z-index-ominaisuuden arvoa. Kehyselementin
ei tarvitse olla läpinäkyvä, mikäli syötti asetetaan kehyselementin yläpuolel-
le. Tällöin klikkaukset päästetään syötin läpi asettamalla CSS:n pointer-
events-ominaisuuden arvoksi none.
Kohteena olevaa sivustoa ei aina tarvitse piilottaa kokonaan: siitä voidaan
piilottaa vain osia tai se voidaan rajata niin, että ainoastaan kohteena oleva
elementti näkyy. Esimerkiksi maksutiedot sisältävä osa sivusta voidaan peittää
hyökkääjän tekaisemilla tiedoilla ja jättää ainoastaan maksamisen suorittava
nappula näkyviin. Osien piilottamisessa voidaan hyödyntää CSS:n z-index-
ominaisuutta, Flash-sovellusta tai ponnahdusikkunaa.
Sisäkkäisessä klikkauskaappauksessa (nested clickjacking) [LHA+12] kohdesi-
vusto on hyökkääjän sivuston sisällä, joka on vielä kohdesivuston hyväksymän
sivuston sisällä. Hyökkäys hyödyntää vanhojen tietoturvamekanismien toteu-
tuksissa olevia aukkoja, jotka tarkistavat ainoastaan päällimmäisenä olevan
ikkunan alkuperän.
4.5.2 Osoittimen eheyden vaarantava hyökkäys
Osoittimen eheyden vaarantavassa osoittimen kaappauksessa (cursorjacking
tai cursor spoofing) [HMW+12] peitetään oikea osoitin ja näytetään valeosoi-
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tin toisessa paikassa. Tällöin käyttäjä tulkitsee väärin osoittimen paikan ja
käyttäjä voidaan huijata klikkaamaan toista kohdetta. Osoitin voidaan piilot-
taa CSS:n cursor-ominaisuudella tai asettamalla osoitinikoni läpinäkyväksi
kuvaksi. Valeosoitin hahmonnetaan muualle ohjelmallisesti ja sen sijaintia
voidaan päivittää aina oikean osoittimen liikkuessa.
4.5.3 Eheyden väliaikaisesti vaarantava hyökkäys
Eheyden väliaikaisesti vaarantavat hyökkäykset [HMW+12] vaihtavat koko
käyttöliittymän väliaikaisesti toimenpiteen suorituksen hetkellä niin, ettei
käyttäjä kykene havaitsemaan kohteen vaihtumista. Hyökkäys hyödyntää
ihmisten hidasta reaktiokykyä: ihminen tarvitsee tyypillisesti useampia satoja
millisekunteja käyttöliittymän muutoksien havaitsemiseen.
Tuplanapsautuskaappauksessa (double clickjacking) [LHA+12] hyökkääjän
sivusto avaa uuden ikkunan, joka sisältää hyökkääjän syötin, ja ponnahdusik-
kunan, joka sisältää kohdesivuston. Kohdesivuston sisältävä ponnahdusikkuna
avataan syötin sisältävän ikkunan alapuolelle. Hyökkääjä houkuttelee käyt-
täjän tekemään tuplaklikkauksen syötin sisältävässä ikkunassa esimerkiksi
pelin avulla. Kun käyttäjä tekee tuplaklikkauksen, ensimmäinen klikkaus osuu
syötin sisältävään ikkunaan, joka tuo kohdesivuston sisältävän ponnahdusikku-
nan syötin yläpuolelle. Tällöin toinen klikkauksista osuu ponnahdusikkunassa
olevalle kohdesivustolle suorittaen hyökkääjän haluaman toiminnon. Huijaus
peitetään käyttäjältä sulkemalla kohdesivusto lyhyen ajan kuluttua.
HTML5:n sivuhistoriarajapintaan pohjautuvassa klikkauskaappaukses-
sa [LHA+12] hyökkääjän sivusto avaa kohdesivuston uuteen ponnahdusik-
kunaan. Avaamisen jälkeen ponnahdusikkunan avannut hyökkääjän sivusto
vaihtaa ponnahdusikkunaan osoitteeksi oman sivustonsa, jolloin kohdesivus-
to jää sivuhistoriaan edelliseksi sivuksi. Hyökkääjä houkuttelee käyttäjän
tekemään klikkauksen ja juuri ennen klikkausta siirtyy edelliselle sivulle
historiarajapinnan back-funktiolla. Klikkaus osuu kohdesivustolle ja suorit-
taa hyökkääjän haluaman toiminnon. Hetken kuluttua ponnahdusikkunan
avannut hyökkääjän sivusto vaihtaa ponnahdusikkunan osoitteen takaisin
hyökkääjän sivustoksi, jolloin käyttäjä ei huomaa joutuneensa huijauksen
kohteeksi.
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4.5.4 Napautuskaappaus
Mobiililaitteiden selaimilla on erilaisia helppokäyttöisyysominaisuuksia, joita
ei löydy tavallisista työpöytäselaimista. Näitä helppokäyttöisyysominaisuuk-
sia hyödyntäviä klikkauskaappauksia kutsutaan napautuskaappauksiksi (tap-
jacking) [RGBB10]. Mobiiliselaimilla kehyselementtiä hyödyntävissä kohteen
esityksen eheyden vaarantavissa hyökkäyksissä voidaan käyttää viewport-
metaelementtiä, joka asettaa sivun zoomauksen metaelementin attribuutin
mukaiseksi. Selain käyttää samaa zoomausta sivulla oleviin kehyselement-
teihin, jolloin asettamalla zoomauksen maksimikokoon, kymmenkertaiseksi,
tavallinen nappula peittää koko ruudun leveyden. Tämä lisää kaappauksen
tehokkuutta, sillä napautuksen hyväksyvä alue on erittäin suuri. Kohteen
verhoamisessa voidaan hyödyntää mobiililaitteiden toiminnallisuuksia, jotka
tulevat mobiiliselaimen päälle selaimessa tehtävistä toiminnoista riippumatta.
Tällainen voi olla esimerkiksi tekstiviesti-ilmoitus, joka ilmestyy yhtäkkiä
selaimen päälle.
Eheyden väliaikaisesti vaarantavissa hyökkäyksissä mobiiliselaimilla voidaan
piilottaa selaimen osoiterivi työpöytäselaimia helpommin. Useimmat mobiilise-
laimet piilottavat osoiterivin automaattisesti, kun sivua on vieritetty. Vieritys
voidaan aktivoida ohjelmallisesti window.scrollTo-funktion kautta. Vierityk-
sen jälkeen hyökkääjä voi vielä lisätä oman valeosoiterivin sivuston yläreunaan,
jolloin käyttäjä luulee olevansa valeosoiterivin osoittamalla sivustolla.
4.6 Poissuljetut hyökkäystavat
Tutkielman ulkopuolelle jätetään web-sovelluksia vastaan kehitetyt hyökkäys-
tavat, jotka koskevat pelkästään palvelinpuolen ohjelmistoja. Näitä vastaan
puolustautuminen ei onnistu selainpohjaisilla tietoturvamekanismeilla, sillä ne
tapahtuvat palvelinpuolen ohjelmiston kontekstissa. Web-asiakassovelluksien
käyttämissä kommunikaatiokanavissa jätetään käsittelemättä salausteknolo-
gioita vastaan kehitetyt hyökkäystavat.
OWASP Top 10 -listalla [WW13] palvelinpuolen ohjelmistoja koskettavat
hyökkäystavat ovat injektiot, turvaton suora objektiviittaus, puuttuva ominai-
suustason pääsyoikeuksien hallinta sekä tarkastamattomat uudelleenohjaukset
ja edelleenlähetykset. Injektiot koskevat puhtaasti palvelinpuolen teknolo-
gioita, kuten SQL- ja NoSQL-kyselyitä, käyttöjärjestelmäkäskyjä sekä XML-
jäsentimiä. Turvaton suora objektiviittaus tarkoittaa toteutuksen sisäisen ob-
jektin, kuten palvelimella olevan tiedoston, hakemiston tai tietokanta-avaimen,
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paljastumista hyökkäyksen kautta. Puuttuva ominaisuustason pääsyoikeuk-
sien hallinta antaa hyökkääjälle pääsyn sellaisiin tietoihin tai toiminnalli-
suuksiin, joihin hänellä ei kuuluisi olla pääsyoikeutta. JavaScriptin julkisen
luonteen vuoksi tämä ei kosketa web-asiakassovelluksia, vaan ainoastaan pal-
velinpuolen ohjelmistoja. Uudelleenohjaukset ja edelleenlähetykset tapahtuvat
palvelimen vastausten kautta sivunlatauksen yhteydessä HTTP:n numerolla
kolme alkavilla tilakoodeilla.
HTTPS-yhteyden salausteknologioita vastaan on kehitetty useita hyökkäyksiä,
kuten BEAST, Lucky Thirteen ja CRIME [SHSA15]. Uudemmat salaustek-
nologiat korjaavat näitä puutteita, mutta uusia vakavia haavoittuvuuksia,
kuten DROWN [ASS+16], löydetään jatkuvasti lisää. Uusien haavoittuvuuk-
sien löytämiseen ja paikkaamiseen perustuvan kehityksen voidaan katsoa
olevan salausteknologioille tyypillistä, ja täten puhtaasti niitä vastaan kohdis-
tuvat hyökkäystavat jätetään käsittelemättä tässä tutkielmassa. Palveluiden
ylläpitäjien on kuitenkin syytä käyttää ajantasaisia salausteknologioita haa-
voittuvuuksien torjumiseksi.
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5 Selainpohjaiset tietoturvamekanismit
Tässä luvussa esitellään nykyaikaisia selainpohjaisia tietoturvamekanisme-
ja, jotka torjuvat web-asiakassovelluksia vastaan kohdistuvia uhkia. Vanhat
tietoturvamekanismit, jotka on myöhemmin korvattu uudemmilla tietotur-
vamekanismeilla, käsitellään lyhyesti korvanneiden tietoturvamekanismien
yhteydessä. Luvun lopuksi tehdään katsaus esiteltyjen tietoturvamekanismien
tämänhetkiseen selaintukeen.
Perinteisten web-sovellusten tietoturva on perustunut evästeisiin, saman al-
kuperän käytäntöön sekä salatun HTTPS-protokollaan käyttöön [HTMN15].
Nämä mekanismit ovat osoittautuneet riittämättömiksi monimutkaisille web-
asiakassovelluksille, joita varten selainvalmistajat ovat alkaneet kehittää uusia
tietoturvamekanismeja verkon ja HTTP-protokollan eri tasoille [HS10]. Näi-
den tietoturvamekanismien standardoinnista vastaavat internetin standardeja
kehittävä IETF (Internet Engineering Task Force) ja W3C.
IETF:n WebSec -työryhmä7 työskentelee valittujen verkon tietoturvaan liitty-
vien standardien parissa. Näistä HTTP-yhteyskäytännön tiukka tiedonsiirto-
suoja liittyy web-asiakassovellusten HTTP-yhteyksien tietoturvaan. Lisäksi
työryhmä on kehittänyt klikkauskaappauksia torjuvan X-Frame-Options-
otsikkokentän.
W3C:n Web Application Security -työryhmä8 työskentelee useiden web-
asiakassovellusten tietoturvaa parantavien standardien parissa. Näistä sisällön
suojauskäytännön ensimmäinen versio on valmis ja sisällön suojauskäytännön
toisen tason suositusehdokas, yhdistelmäsisällön suositusehdokas, aliresurssin
eheyden suositusehdotus sekä salaamattomien pyyntöjen päivityksen suo-
situsehdokas ovat vakaita9. Osa työn alla olevista standardeista jätetään
käsittelemättä, sillä ne ovat vasta varhaisella luonnosasteella ja niillä ei ole
vielä tukea selaimissa.
HTML5-standardi sisältää web-asiakassovellusten tietoturvaa parantavia omi-
naisuuksia: kehyselementin uudella sandbox-attribuutilla voidaan rajoittaa
kehyksen oikeuksia ja postMessage-rajapinta takaa selauskontekstien välisen
turvallisen kommunikaation [HTMN15].
7https://tools.ietf.org/wg/websec/, vierailtu 30.5.2016
8https://www.w3.org/2011/webappsec/, vierailtu 20.5.2016
9https://w3c.github.io/webappsec/specs/, vierailtu 2.6.2016
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5.1 HTTP-yhteyskäytännön tiukka tiedonsiirtosuoja
HTTP-yhteyskäytännön tiukka tiedonsiirtosuoja (HTTP Strict Transport
Security, HSTS) [HJB12] on verkon valinnainen tietoturvamekanismi, jolla
verkkosivu voi määritellä olevansa käytettävissä ainoastaan salatun HTTPS-
yhteyden yli. HTTP-yhteyskäytännön tiukka tiedonsiirtosuoja määritellään
HTTP-otsikkokentässä salatun HTTPS-yhteyden yli saadussa palvelimen
vastauksessa. Kun tietoturvakäytäntöä tukeva selain vastaanottaa otsikkoken-
tän, kaikki salaamaton HTTP-liikenne verkkotunnukselle lähetetään tästä
eteenpäin salatun HTTPS-yhteyden yli.
HTTP-yhteyskäytännön tiukka tiedonsiirtosuoja määritellään Strict-
Transport-Security-otsikkokentässä, jonka arvona on pakollinen max-
age-direktiivi ja valinnainen includeSubDomains-direktiivi. Direktiivit erote-
taan toisistaan puolipisteellä ja niillä voi olla arvo, joka erotetaan direktiivin
nimestä yhtäläisyysmerkillä. Pakollisen max-age-direktiivin arvo määrittelee
käytännön eliniän sekunteina selaimen muistissa. Selaimen tulee poistaa
muistiin tallennettu käytäntö, mikäli direktiivin arvoksi on asetettu nolla.
Valinnainen includeSubDomains-direktiivi ei saa arvoa, vaan direktiivin
ollessa määritelty käytäntöä sovelletaan myös aliverkkotunnuksiin.
Chromium-projektin kehitystiimi ylläpitää Chromium-selaimeen kovakoodat-
tua listaa HTTP-yhteyskäytännön tiukkaa tiedonsiirtosuojaa käyttävistä si-
vustoista, jotka tulee ladata jo heti ensimmäisellä pyynnöllä HTTPS-yhteyden
yli [KB15]. Sivuston ylläpitäjä voi lisätä sivustonsa listalle lähettämällä si-
vuston tiedot lomakkeella [Chr]. Listalle lähetettävällä sivustolla täytyy olla
voimassa oleva varmenne, sen tulee ohjata uudelleen kaikki HTTP-liikenne
HTTPS-osoitteisiin, tarjota kaikki aliverkkotunnukset HTTPS-yhteyden yli ja
otsikkokentän max-age-direktiivin arvon tulee olla vähintään 18 viikkoa sekä
sisältää includeSubDomains- ja preload-direktiivit. Valinnainen preload-
direktiivi on Chromium-projektin lisäämä direktiivi, eikä siitä ole mainintaa
HTTP-yhteyskäytännön tiukan tiedonsiirtosuojan standardissa. Chromium-
projektin mukaan samaa listaa käytetään pohjana myös Mozilla Firefoxissa,
Apple Safarissa ja Microsoft Internet Explorer 11:sta sekä Edgessä.
Listauksessa 17 esitellään HTTP-yhteyskäytännön tiukan tiedonsiirtosuojan
määrittelevä HTTP-otsikkokenttä [Chr]. Käytännön eliniäksi määritellään 18
viikkoa ja sitä sovelletaan myös aliverkkotunnuksiin. Verkkotunnus voidaan
myös lisätä Chromium-projektin kehitystiimin ylläpitämälle listalle HTTP-
yhteyskäytännön tiukkaa tiedonsiirtosuojaa käyttävistä sivustoista, sillä se
sisältää preload-direktiivin ja max-age-direktiivin arvo on tasan vaadittavat
18 viikkoa.
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1 Strict-Transport-Security: max-age=10886400; includeSubDomains;
preload↪→
Listaus 17: HTTP-yhteyskäytännön tiukan tiedonsiirtosuojan määritelevä
HTTP-otsikkokenttä [Chr].
HTTP-yhteyskäytännön tiukka tiedonsiirtosuoja on suunniteltu torjumaan
salaamattoman HTTP-yhteyden yli tapahtuvaa salakuuntelua ja mies välissä
-hyökkäyksiä pakottamalla kaikki verkkotunnukselle menevä liikenne käyttä-
mään salattua HTTPS-yhteyttä. Käytäntö suojaa myös ohjelmistokehittäjien
tekemiltä huolimattomuusvirheiltä URL-osoitteiden protokollissa – joskin
ainoastaan oman verkkotunnuksen, ja mikäli määritelty, sen aliverkkotunnuk-
sien piirissä. HTTP-yhteyskäytännön tiukan tiedonsiirtosuojan toteuttavat
sivut voivat edelleen ladata muista verkkotunnuksista salaamattoman HTTP-
yhteyden yli resursseja, jotka ovat alttiita salakuuntelulle ja mies välissä
-hyökkäyksille. Käytäntö ei myöskään suojaa SSL:n ohitushyökkäykseltä, jos
käyttäjän selaimessa ei ole voimassa olevaa käytäntöä aikaisemmalta vierai-
lulta, tai sivustoa ei ole lisätty Chromium-projektin kehitystiimin ylläpitä-
mälle listalle HTTP-yhteyskäytännön tiukkaa tiedonsiirtosuojaa käyttävistä
sivustoista.
5.2 Sisällön suojauskäytäntö
Sisällön suojauskäytäntö (Content Security Policy, CSP) [SB12] on valin-
nainen tietoturvamekanismi, jolla verkkosivu voi määritellä selaimelle mistä
eri lähteistä sivu saa ladata sisältöä. Sisällön suojauskäytäntö määritellään
HTTP-otsikkokentässä palvelimen palauttamassa HTML-sivun sisältämäs-
sä vastauksessa ja se koostuu useista eri direktiiveistä, jotka määrittelevät
sovellettavat käytännöt tietyn tyyppisille sisällöille. Selain estää direktiivien
käytäntöjen vastaiset pyynnöt.
Sisällön suojauskäytäntö määritellään Content-Security-Policy-otsikko-
kentässä, joka saa arvoksi käytössä olevat direktiivit. Direktiivit erotetaan
toisistaan puolipisteellä ja niillä voi olla arvo, joka erotetaan direktiivin nimes-
tä yhtäläisyysmerkillä. Direktiivin arvo on tavallisesti lähdelista, joka koostuu
yhdestä tai useammasta välilyönnillä erotetusta lausekkeesta. Lausekkeen
arvo voi olla ennalta määritelty avainsana tai osoite, joka koostuu valinnai-
sesta protokollasta, pakollisesta isäntänimestä ja valinnaisesta portista. Osoit-
teen alussa voi käyttää jokerimerkkiä (*). Avainsanoja ovat ’none’, ’self’,
’unsafe-inline’ sekä ’unsafe-eval’ ja niiden ympärillä tulee käyttää puo-
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lilainausmerkkejä. Avainsana ’none’ estää kaikki osoitteet. Avainsana ’self’
sallii osoitteet, joilla on sama alkuperä kuin käytännön määritelleellä vastauk-
sella. Avainsana ’unsafe-inline’ sallii dokumentin sisällä määriteltävän
JavaScriptin ja CSS:n, kuten skripti- ja tyyliohje-elementtien sisällä mää-
riteltävät koodinpätkät tai javascript:-skeemaa käyttävät URL-osoitteet.
Avainsana ’unsafe-eval’ sallii eval-funktion ja muiden merkkijonosta koo-
dia tulkkaavien funktioiden käytön.
Osa vanhemmista selaimista tukee käytäntöä X-Content-Security-Policy-
tai X-WebKit-CSP-otsikkokenttien kautta, mutta niiden toteutuksissa on puut-
teita, eikä niiden käyttöä suositella [OWAa]. Sisällön suojauskäytäntö voi-
daan määritellä erikseen tarkkailutilaan määrittelemällä käytäntö Content-
Security-Policy-Report-Only-otsikkokentässä, jolloin selain raportoi käy-
tännön vastaisesti ladatut sisällöt, muttei kuitenkaan estä niitä. Tällä voidaan
selvittää, onko käytännössä virheitä ennen sen käyttöönottoa.
Sisällön suojauskäytännön ensimmäinen version suositusehdokas [SB12] mää-
rittelee default-src-, script-src-, object-src-, style-src-, img-src-,
media-src-, frame-src-, font-src-, connect-src-, sandbox- ja report-
uri-direktiivit. Oletuslähdelista määritellään default-src-direktiivillä ja se
koskee script-src-, object-src-, style-src-, img-src-, media-src-, font-
src- ja connect-src-direktiivejä, ellei niitä ole erikseen määritelty. Direktii-
veistä script-src määrittelee ohjelmakoodin, kuten JavaScriptin, object-
src lisäosien, style-src tyyliohjeiden, img-src kuvien, media-src videon ja
äänen, frame-src kehyselementtien, font-src kirjasimien ja connect-src
skriptirajapintojen, kuten XMLHttpRequest-rajapinnan, kautta ladattavien
resurssien sallitut lähteet. Direktiivi sandbox rajoittaa sivun tekemiä toimia
resurssien lähteiden sijaan ja hyväksyy samoja arvoja kuin HTML5-standardin
kehyselementin sandbox-attribuutti. Direktiivi report-uri määrittelee ra-
portointiosoitteen, jonne lähetetään JSON-muotoinen raportti POST-pyyntönä
jokaisesta sisällön suojauskäytännön estämästä resurssista.
Listauksessa 18 esitellään sisällön suojauskäytännön määrittelevä HTTP-
otsikkokenttä [WBV15]. Käytäntö sallii lisäosien, tyyliohjeiden, kuvien, videon,
äänen, kehyselementtien, kirjasimien ja rajapintojen kautta tehtävien kutsujen
lähteeksi saman alkuperän, joka on käytännön määrittelevällä vastauksella.
Skriptien hakemisen käytäntö sallii ainoastaan osoitteesta example.com.
Sisällön suojauskäytännön version 1.1 työstettävässä luonnoksessa [BVW14]
on määritelty reflected-xss-direktiivi, jonka tarkoituksena on korvata X-
XSS-Protection-otsikkokenttä. X-XSS-Protection-otsikkokentällä voidaan
ohjata monissa selaimissa oletuksena käytössä olevan verkkosivun rakennet-
ta muuttavia välityshyökkäyksiä tunnistavan suodattimen toimintaa. Nämä
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1 Content-Security-Policy: default-src ’self’; script-src
example.com↪→
Listaus 18: Sisällön suojauskäytännön määrittelevä HTTP-
otsikkokenttä [WBV15].
suodattimet toimivat heijastettuja rakennetta muuttavia välityshyökkäyksiä
vastaan, mutta niiden kyvyissä havaita DOM-perustaisia rakennetta muut-
tavia välityshyökkäyksiä on havaittu lukuisia puutteita [LSJ13, SLM+14].
Sisällön suojauskäytännön versio 1.1 ei ole edennyt työstettävää luonnosta pi-
demmälle ja reflected-xss-direktiiviä ei ole enää otettu uudempaan sisällön
suojauskäytännön toisen tason suositusehdokkaaseen.
Sisällön suojauskäytännön toisen tason suositusehdokas [WBV15] määrit-
telee viisi uutta direktiiviä: base-uri, child-src, form-action, frame-
ancestors ja plugin-types. Direktiivi base-uri määrittelee sivun sallitut
URL-perusosoitteet. Direktiivi child-src määrittelee kaikkien sivun sisällä
olevien selauskontekstien, kuten kehyselementtien, sallitut lähteet ja korvaa
ensimmäisen version frame-src-direktiivin. Direktiivi form-action määrit-
telee sallitut lähteet lomakkeiden lähettämiselle. Direktiivi frame-ancestors
määrittelee sallitut lähteet, jotka voivat liittää direktiivin määrittelevän sivun
kehyselementtiin. Direktiivi korvaa vanhan X-Frame-Options-otsikkokentän
ja korjaa sen toteutuksissa olevia puutteita, jotka mahdollistavat sisäkkäisen
klikkauskaappauksen [LHA+12]. Direktiivi plugin-types rajoittaa selaimen
lisäosien käyttöä määrittelemällä upotettujen resurssien sallitut MIME-tyypit,
esimerkiksi PDF-tiedostoille application/pdf.
Sisällön suojauskäytännön toisen tason suositusehdokas sallii satunnaisar-
vojen ja tiivistesummien käytön avainsanoissa. Näiden avulla voidaan sal-
lia tietyt dokumentin sisällä määriteltävät skripti- ja tyyliohjekoodinpätkät.
Avainsanalla nonce alkavat satunnaisarvot koostuvat avainsanasta ja siihen
viivalla liitettävästä satunnaisesta merkkijonosta, joka annetaan myös sitä
vastaan skripti- tai tyyliohje-elementin nonce-attribuutin arvoksi. Avainsanal-
la sha alkavat tiivistesummat koostuvat avainsanasta, sen perään liitettävästä
tiivistealgoritmin variantin numerosta ja siihen viivalla liitettävästä Base64-
koodatusta tiivistesummasta, joka on laskettu tiivistefunktiolla skripti- tai
tyyliohje-elementin sisällöstä. Tiivistealgoritmina käytetään SHA (Secure
Hash Algorithm) -algoritmia, jonka sallittuja variantteja ovat SHA-256, SHA-
384 ja SHA-512.
Sisällön suojauskäytännön toisen tason suositusehdokas sallii käytännön mää-
rittelemisen sivun metatietoelementissä. Käytäntö voidaan määritellä lis-
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tauksessa 19 esitetyllä metatietoelementillä, joka saa direktiivit content-
attribuutin arvoksi. Metatietoelementissä ei voida määritellä report-uri-,
frame-ancestors- ja sandbox-direktiivejä, eikä sillä voi määritellä käytäntöä
tarkkailutilaan.
1 <meta http-equiv="Content-Security-Policy" content="script-src
’self’" >↪→
Listaus 19: Sisällön suojauskäytännön määrittelevä metatietoelement-
ti [WBV15].
Sisällön suojauskäytäntö on suunniteltu torjumaan injektiohyökkäyksiä, ku-
ten verkkosivun rakennetta muuttavia välityshyökkäyksiä [SB12]. Näiden
torjumiseksi sivun tulisi määritellä script-src- ja object-src-direktiivit tai
kummankin oletuksena kattava default-src-direktiivi. Tietoturvamekanis-
min tehokkuus perustuu skripti- ja tyyliohje-elementtien sisällä määriteltävän
koodinpätkien estämiseen ja merkkijonojen tulkkaamisen estämiseen [SSM10].
Uudempi standardi sisältää myös tietoturvamekanismin klikkauskaappauksia
vastaan: frame-ancestors-direktiivi estää kohteen esityksen eheyden vaaran-
tavat hyökkäykset [WBV15]. Sisällön suojauskäytännöllä voidaan estää myös
kaikki yhdistelmäsisältö määrittelemällä direktiivien lähdelistoissa pelkkä
salattu protokolla https: [OWAa].
Tällä hetkellä on kehitteillä useita sisällön suojauskäytäntöä täydentäviä
standardeja. Evästeille on kehitteillä oma sisällön suojauskäytännön direktii-
vi [Wes15a], jolla voidaan määritellä, miten evästeitä saa asettaa. Syötekentille
on ehdotettu omaa direktiiviä [Hil15], joka suojaa erilaisia klikkauskaappauk-
sia vastaan. Kehyselementeille on kehitteillä csp-attribuutti [Wes15b], jolla
voidaan määritellä kehyksen sivulle oma sisällön suojauskäytäntö. Sisällön
suojauskäytännölle on kehitteillä mekanismi [Wes15c], jolla käytäntö voidaan
kiinnittää kaikille verkkotunnuksen sivuille HTTP-yhteyskäytännön tiukan
tiedonsiirtosuojan tapaan.
Sisällön suojauskäytännöstä kehitteillä oleva kolmannen tason työstettä-
vä luonnos [Wes16a] määrittelee uuden direktiivin metatietoja sisältäville
manifest-tiedostoille sekä uudet avainsanat ’unsafe-dynamic’ ja ’unsafe-
hash-attributes’. Avainsana ’unsafe-dynamic’ sallii, että käytännön sal-
limat skriptit voivat ladata uusia käytännössä määrittelemättömiä skriptejä.
Avainsana ’unsafe-hash-attributes’ sallii tiivistesummia vastaavat ele-
menttien attribuuteissa määritellyt JavaScript-koodinpätkät. Uusien avainsa-
nojen tarkoituksena on helpottaa standardin käyttöönottoa vanhoilla sivus-
toilla.
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5.3 Yhdistelmäsisältö
W3C:n yhdistelmäsisällön suositusehdokas [Wes15d] on tietoturvamekanismi,
joka jakaa yhdistelmäsisällön valinnaisesti ja kokonaan estettävään sisältöön.
Valinnaisesti estettävään sisältöön kuuluu kuva-, video- ja audio-elementtien
kautta ladattu sisältö sekä link-elementillä ennalta ladattavaksi määritel-
ty sisältö. Kokonaan estettävään sisältöön kuuluu kaikki muut pyynnöt, ja
nämä selaimen tulee estää aina. Valinnaisesti estettävä sisältö tulee estää
ainoastaan, mikäli sivusto määrittelee tiukan yhdistelmäsisällön tarkistuk-
sen. Tarkoituksena on, että tulevaisuudessa kaikki yhdistelmäsisältö kuuluisi
kokonaan estettävään sisältöön.
Sivusto voi käyttää tiukkaa yhdistelmäsisällön tarkistusta määrittelemällä
sisällön suojauskäytännön direktiivin block-all-mixed-content. Sivuston
salaamatonta HTTP-yhteyttä käyttävät pyynnöt voidaan päivittää käyttä-
mään salattua HTTPS-yhteyttä määrittelemällä sisällön suojauskäytännön
direktiivi upgrade-insecure-requests [Wes15e]. Direktiivi on suunniteltu
yhdistelmäsisällön välttämiseksi sivustojen siirtyessä vähitellen käyttämään
HTTPS-yhteyttä.
Yhdistelmäsisällön suositusehdokas pyrkii torjumaan HTTP-yhteyden yli
tapahtuvan salakuuntelun ja mies välissä -hyökkäykset estämällä salaamat-
toman HTTP-yhteyden käyttämisen salatuilla HTTPS-sivustoilla. Mikäli
sivusto ei ole määritellyt tiukkaa yhdistelmäsisällön tarkistusta, voi hyök-
kääjä yhä häiritä käyttäjää ja tehdä skriptittömiä rakennetta muuttavia
välityshyökkäyksiä [CNHD15].
5.4 Aliresurssin eheys
Aliresurssin eheys (SubResource Integrity, SRI) [ABMW16] on valinnainen
tietoturvamekanismi, jolla voidaan varmistaa muualta haettavien skripti- ja
tyyliohjetiedostojen eheys. Mekanismi perustuu tiedostosta etukäteen SHA-
algoritmilla laskettavaan tiivistesummaan, jota verrataan vastaanotetusta
tiedostosta laskettavaan tiivistesummaan. Tiivistesumma on Base64-koodattu
ja sen laskemiseen voidaan käyttää SHA-algoritmin variantteja SHA-256,
SHA-384 ja SHA-512. Selaimen kuuluu estää resurssin suoritus, mikäli tiivis-
tesummat eivät vastaa toisiaan.
Aliresurssin eheyden tiivistesumma määritellään script- tai link-elementin
integrity-attribuutin arvona. Arvo noudattaa sisällön suojauskäytännön toi-
sen tason suositusehdokkaassa määriteltyä tiivistesummien muotoa. Listauk-
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sessa 20 esitetään Unix-komentosarja, jolla voidaan laskea SHA-384-pohjainen
tiivistesumma echo-komennolle parametreina annetusta esimerkkiohjelmas-
ta [ABMW16].
1 echo -n "alert(’Hello, world.’);" | openssl dgst -sha384
-binary | openssl base64 -A↪→
Listaus 20: Aliresurssin eheyden tiivistesumman laskeminen Unix-
komentorivillä esimerkkiohjelmasta [ABMW16].
Aliresurssin eheys varmistaa, että sisältö vastaa sitä, mitä oli tarkoitus hakea,
kun taas salatulla HTTPS-yhteydellä ja HTTP-yhteyskäytännön tiukalla
tiedonsiirtosuojalla varmistetaan, että osapuoli on se, joka se väittää ole-
vansa. Aliresurssin eheys suojaa injektiohyökkäyksiltä, mikäli esimerkiksi
ulkopuolisesta sisällönjakeluverkosta ladattava sisältö on vaarantunut. Alire-
surssin eheys rajoittuu kuitenkin pelkkiin tiedostoihin, eikä se suojaa muuta
liikennettä.
5.5 Evästeiden suojaus
Evästeet ovat oletuksena alttiita salakuuntelulle ja DOM-perustaisille raken-
netta muuttaville välityshyökkäyksille, mutta niiden välitystä ja käyttöä voi-
daan rajoittaa selaimessa evästeen Secure- ja HttpOnly-attribuuteilla [Bar11].
Nämä attribuutit ovat tuettuja kaikissa merkittävimmissä selaimissa ja ne
eivät ole riippuvaisia toisistaan, joten niitä voidaan käyttää yhdessä tai erik-
seen [HTMN15].
Eväste välitetään sen asettaneelle palvelimelle jokaisen pyynnön yhteydes-
sä riippumatta käytettävästä protokollasta. Tästä syystä salatun HTTPS-
yhteyden yli tehdyssä pyynnössä asetettu eväste saattaa silti välittyä salaa-
mattomana myöhemmin tehtävän HTTP-pyynnön yli. Evästeen välitystä
voidaan rajoittaa asettamalla evästeelle Secure-attribuutti, joka sallii eväs-
teen välityksen ainoastaan salatun HTTPS-yhteyden yli tehtävissä pyynnöissä.
Attribuutti estää evästeen salakuuntelun [JB08]. Salatun HTTPS-yhteyden
yli asetettu Secure-attribuutilla varustettu eväste voidaan asettaa uudelleen
salaamattomassa HTTP-pyynnössä, eikä se täten suojaa evästeen ylikirjoitta-
miselta [BJM08]. Uudessa HTTP-työryhmän luonnoksessa esitetään [Wes16b],
että jatkossa Secure-attribuutilla varustetun evästeen ylikirjoitus salaamat-
toman HTTP-yhteyden yli tehtävissä pyynnöissä estettäisiin kokonaan.
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Evästeisiin pääsee käsiksi DOM-rajapinnan document.cookie-ominaisuuden
kautta, joka altistaa evästeet DOM-perustaiselle rakennetta muuttavalle
välityshyökkäykselle [ZE10]. Evästeen käyttöä voidaan rajoittaa asettamalla
evästeelle HttpOnly-attribuutti, jolloin eväste välitetään ainoastaan HTTP-
pyynnöissä, eikä siihen pääse käsiksi DOM-rajapinnan kautta [vCN+14].
Tämä estää evästeen varastamisen DOM-perustaisen rakennetta muuttavan
välityshyökkäyksen kautta.
Listauksessa 21 esitellään kaksi evästeen asettavaa otsikkokenttää [Bar11].
Ensimmäisellä rivillä asetetaan käyttäjän istunnon tunnisteen sisältävä eväste.
Eväste saa myös Secure- ja HttpOnly-attribuutit, sillä käyttäjän istuntoa
halutaan suojella mahdollisilta hyökkäyksiltä. Toisella rivillä asetetaan si-
vuston kielen määrittelevä eväste. Evästeelle ei anneta Secure- ja HttpOnly-
attribuutteja, sillä siihen voidaan haluta päästä käsiksi DOM-rajapinnan
kautta, eikä se sisällä arkaluontoista tietoa, jota tarvitsisi erikseen suojella.
1 Set-Cookie: SID=31d4d96e407aad42; Path=/; Secure; HttpOnly
2 Set-Cookie: lang=en-US; Path=/; Domain=example.com
Listaus 21: Suojatun ja suojaamattoman evästeen asettavat otsikkoken-
tät [Bar11].
Evästeille on suunnitteilla uusi SameSite-attribuutti [WG16], joka estää
evästeen välittämisen pyynnön tullessa eri alkuperästä kuin pyynnön kohteena
oleva sivusto. Mekanismi estää sivustojen väliset pyyntöhuijaukset lukuun
ottamatta tallennettuja sivustojen välisiä pyyntöhuijauksia.
5.6 Kehysten suojaus
Kehysten suojaus perustuu sandbox-attribuutin ja HTML5:n selauskonteks-
tien väliseen kommunikaation tarkoitetun postMessage-rajapinnan turval-
liseen käyttöön [WLR14]. Kehyselementin sandbox-attribuutilla [HBF+14]
voidaan rajoittaa kehykseen upotetun selauskontekstin oikeuksia. Selauskon-
tekstien välisessä kommunikaatiossa käytettävän postMessage-rajapinnan
avulla voidaan viestiä luottamuksellisesti kahden alkuperän välillä [BJM09].
5.6.1 Kehyselementin sandbox-attribuutti
Kehyselementin sandbox-attribuutti estää kehyselementin sisäisten skriptien
suorituksen, lomakkeiden lähettämisen, selaimen lisäosat ja kehystä ohjaamas-
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ta päällimmäistä selauskontekstia. Attribuutilla varustetun kehyselementin
alkuperää pidetään aina sen upottavan sivun alkuperästä poikkeavana, jolloin
myös saman alkuperän käytäntö rajoittaa kehyselementin oikeuksia. Attribuu-
tin asettamia rajoituksia voidaan höllentää antamalla attribuutille arvoksi
yksi tai useampi välilyönnillä erotettu avainsana, joka poistaa kehyselementil-
tä avainsanan määrittelemän rajoituksen. Sallittuja avainsanoja ovat allow-
forms, allow-pointer-lock, allow-popups, allow-same-origin, allow-
scripts ja allow-top-navigation sekä virallisen HTML5-standardin jäl-
keen määritellyt [WHA16] allow-modals, allow-orientation-lock, allow-
popups-to-escape-sandbox ja allow-presentation.
Avainsana allow-forms sallii lomakkeiden lähettämisen, allow-modals
modaali-ikkunoiden avaamisen, allow-orientation-lock suunnanlukitusra-
japinnan käytön, allow-pointer-lock osoittimenlukitusrajapinnan käytön,
allow-popups ponnahdusikkunoiden avaamisen, allow-popups-to-escape-
sandbox ponnahdusikkunoiden avaamisen asettamatta samoja rajoituksia
ponnahdusikkunan selauskontekstille, allow-presentation esitysrajapinnan
käytön, allow-scripts skriptien ajamisen modaali- ja ponnahdusikkunoi-
den avaamista sekä suunnanlukitus-, osoittimenlukitus- ja esitysrajapinnan
käyttöä lukuun ottamatta ja allow-top-navigation päällimmäisen se-
lauskontekstin navigaation ohjaamisen. Avainsanalla allow-same-origin
kehyselementin selauskontekstin alkuperä säilytetään.
Listauksessa 22 esitellään karttaliitännäisen sivulle upottava kehyselementti,
jonka selauskontekstin oikeuksia on rajoitettu sandbox-attribuutilla [HBF+14].
Attribuutin arvoksi on määritelty allow-same-origin, allow-forms ja
allow-scripts avainsanat, jolloin liitännäinen voi kommunikoida palve-
limen kanssa. Kehyselementti on suojattu monilta haittaohjelmilta, eikä se
voi helposti häiritä käyttäjiä, sillä muun muassa selaimen liitännäiset ja
ponnahdusikkunoiden avaaminen on estetty.
1 <iframe sandbox="allow-same-origin allow-forms allow-scripts"
src="http://maps.example.com/embedded.html" ></iframe>↪→
Listaus 22: Kehyselementti, jonka selauskontekstin oikeuksia on rajoitettu
sandbox-attribuutilla [HBF+14].
Kehyselementin sandbox-attribuutilla voidaan torjua verkkosivun rakennet-
ta muuttavat välityshyökkäykset ja erilaiset klikkauskaappaukset estämällä
skriptien suoritus kehyselementissä. Tietoturvamekanismia voidaan pitää mel-
ko karkeana, sillä se joko estää kokonaan tai sallii muutamia rajapintoja
lukuun ottamatta kaikkien skriptien suorituksen [NIK+12].
51
5.6.2 HTML5:n postMessage-rajapinta
HTML5:n postMessage-rajapinnan kautta selauskontekstit voivat viestiä
turvallisesti keskenään [HSA+10]. Rajapinta kuitenkin edellyttää rajapinnan
turvallisuusominaisuuksien oikeaa käyttöä.
Rajapinnan kautta lähetettäville viesteille asetettu vastaanottajan alkupe-
rä takaa viestien luottamuksellisuuden: viestit välitetään vain määritellylle
alkuperälle [BJM09]. Tästä syystä rajapinnan kautta lähetetyissä viesteissä
tulee välttää jokerimerkin käyttämistä vastaanottajan alkuperänä, sillä sen
käyttäminen altistaa viestit mies välissä -hyökkääjälle.
Rajapinnan kautta vastaanotetut viestit sisältävät tiedon lähettäjän alku-
perästä. Vastaanottajan oletetaan toteuttavan lähettäjän alkuperän tarkis-
tuksen, ja täten varmistavan viestin oikeaperäisyyden [HSA+10]. Alkuperän
tarkistamatta jättäminen kuuntelijassa antaa mies välissä -hyökkääjälle mah-
dollisuuden lähettää omia tekaistuja viestejä, jotka käsitellään aivan kuten
luotetusta alkuperästä tulleet viestit.
5.7 Tietoturvamekanismien selaintuki
Taulukkoon 2 on koottu tietoturvamekanismien tuki eri selaimissa. Tietotur-
vamekanismit ovat tässä luvussa esiteltyjä standardeja. Selaimesta listataan
versio, josta alkaen selain on tukenut standardia täysin. Mikäli standardille on
ainoastaan osittainen tuki selaimessa, siitä mainitaan alaviitteessä. Suurin osa
tiedoista on haettu “Can I Use...”-sivustolta, joka kokoaa ajantasaisen tiedon
selainteknologioiden tuesta eri työpöytä- ja mobiiliselaimilla [HTMN15].
Selaimista on valittu kuusi suosituinta työpöytäselainta selaimista tilasto-
tietoa keräävän StatCounterin [Sta16] tietojen perusteella. Mobiiliselaimis-
ta on listattu vain Apple iOS Safari, sillä Android-selaimien tuesta ei ole
saatavilla tarkkaa versiohistoriaa10. Vanhemmista standardeista on jätetty
pois HttpOnly- ja Secure-evästeet, sillä niillä on jo täysi tuki moderneissa
selaimissa [HTMN15].
Yhdistelmäsisällön suositusehdokas on jätetty pois, sillä sen tuesta ei ole löy-
detty kaikkien selaimien osalta tarkkaa tietoa. Uusimmista selaimista ainakin
Google Chrome [Gooc], Mozilla Firefox [Moz] ja Microsoft Edge [Pfl15] nou-
dattavat nykyistä yhdistelmäsisällön suositusehdokasta oletuksena. Microsoft
Internet Explorer on estänyt yhdistelmäsisällön versiosta 9 lähtien [CNHD15].
10https://github.com/Fyrd/caniuse/issues/2413, vierailtu 20.5.2016
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6 Selainpohjaisten tietoturvamekanismien
käyttö AngularJS-sovelluksissa
Tässä luvussa käydään läpi, miltä hyökkäystavoilta tutkielmassa esitetyt
selainpohjaiset tietoturvamekanismit suojaavat AngularJS-pohjaisia web-
asiakassovelluksia, ja mitä puutteita niissä on. Puutteiden pohjalta selvitetään
lyhyesti, mitä erillisiä toteutuksia AngularJS-sovellukset vaativat selainpoh-
jaisten tietoturvamekanismien suojauksen ulkopuolelle jääviä hyökkäystapoja
vastaan. Luvun lopuksi esitetään näkemyksiä siitä, mihin suuntaan tulevai-
suuden tietoturvamekanismien tulisi kehittyä.
Selainpohjaiset tietoturvamekanismit voidaan jakaa karkeasti HTTP-liiken-
teen ja varsinaisen sovelluksen suojaamiseen liittyviin mekanismeihin. HTTP-
liikenteen suojaamisessa tärkeimmässä roolissa on salattu HTTPS-yhteys,
ja sen johdonmukainen käyttäminen kaikkialla. Sovelluksen suojaamiseen
liittyvistä mekanismeista keskeisessä roolissa on sisällön suojauskäytäntö.
AngularJS-sovelluskehyksen dokumentaatio kehottaa käyttämään sisällön
suojauskäytäntöä [Angd]. Tätä varten sovelluskehyksestä voidaan aktivoida
versio, joka on yhteensopiva sisällön suojauskäytännön parhaiden käytäntöjen
kanssa [Angb].
6.1 HTTPS kaikkialla -käytäntö
HTTPS kaikkialla (HTTPS everywhere) -käytännön mukaan kaiken HTTP-
liikenteen pitäisi kulkea salatun HTTPS-yhteyden yli. Käytäntö on lähte-
nyt liikkeelle kansainvälisen tietoyhteiskunnan oikeuksia puolustavan EFF
(Electronic Frontier Foundation) -järjestön ja Tor-projektin kehittämästä se-
lainten lisäosasta, jonka avulla selain käyttää automaattisesti salattua yhteyt-
tä useilla sivustoilla [Eck12]. Projektin pidemmän tähtäimen tavoitteena on
ollut verkon tietoturvan parantaminen saamalla koko verkko käyttämään salat-
tua HTTPS-yhteyttä. HTTPS-yhteyden käyttöönoton helpottamiseksi EFF
on kehittänyt yhteystyössä muiden tahojen kanssa Let’s Encrypt -palvelun,
joka on ilmainen, automatisoitu ja avoin sertifikaattien myöntäjä [Eck14].
Google on rohkaissut sivustoja ja kehittäjiä ottamaan käyttöön HTTPS kaik-
kialla -käytännön [FG14]. Siirtymisen vauhdittamiseksi Google on julkisesti
kertonut alkavansa painottaa hakualgoritmissaan salattua HTTPS-yhteyttä
käyttäviä sivustoja parantaen niiden sijoitusta hakutuloksissa [BI14]. Google
suosittelee myös käyttämään muun muassa AngularJS-kirjastoa tarjoavaa
sisällönjakeluverkostoaan aina salatun HTTPS-yhteyden yli [Gooa].
54
Aktiivisen yhdistelmäsisällön estäminen selaimissa on pakottanut HTTPS-
yhteyttä käyttävät yhdistelmäsisältöä sisältävät sivustot siirtymään sivuston
sisällä kokonaan HTTPS-yhteyden käyttöön [Gooc, Moz, Pfl15]. Tulevaisuu-
dessa sivustojen siirtyminen HTTP-protokollan uuteen toiseen versioon vauh-
dittanee salatun HTTPS-yhteyden käyttöä kaikilla sivustoilla, sillä Google
Chrome ja Mozilla Firefox -selaimet ovat toistaiseksi päättäneet tukea uutta
versiota ainoastaan salatun HTTPS-yhteyden yli [Ste].
Sivustot voivat määritellä olevansa käytettävissä ainoastaan salatun HTTPS-
yhteyden yli määrittelemällä HTTP-yhteyskäytännön tiukan tiedonsiirto-
suojan [HJB12]. Käytännön oikea määrittely on kuitenkin osoittautunut
haasteelliseksi. Kranch ja Bonneau [KB15] tutkivat HTTP-yhteyskäytännön
tiukan tiedonsiirtosuojan ja avaimen lukkolistan (HTTP Public Key Pinning,
HPKP) käyttöä. Tutkituista Alexan miljoonan suosituimman sivuston listalla
olevista sivustoista 12 593 sivustoa asetti HTTP-yhteyskäytännön tiukan
tiedonsiirtosuojan määrittelevän otsikkokentän. Näistä sivustoista 7 494 si-
vustoa toteutti tietoturvakäytännön virheellisesti: 5 554 sivustoa ei ohjannut
HTTP-liikennettä automaattisesti HTTPS-osoitteeseen, 4 094 sivustoa asetti
otsikkokentän salaamattomissa HTTP-vastauksissa ja 322 sivustoa sisälsi
virheellisen otsikkokentän. Salamaattomissa HTTP-vastauksissa lähetetyt ot-
sikkokentät saivat Kranchin ja Bonneaun epäilemään, että osa kehittäjistä
luulee standardin ohjaavan automaattisesti liikenteen HTTPS-osoitteeseen.
Osaa virheellisistä otsikkokentistä selaimet eivät pystyneet tulkitsemaan lain-
kaan: esimerkiksi kolmelta sivustolta puuttui kokonaan pakollisen max-age-
direktiivin määrittely.
Kranch ja Bonneau löysivät myös HTTP-yhteyskäytännön tiukan tiedon-
siirtosuojan direktiivien käytöstä eriskummallisuuksia. He havaitsivat tut-
kimuksessaan, että sivustojen välillä oli merkittäviä eroja käytännön eli-
niän määrittelevän max-age-direktiivin arvoissa. Arvot vaihtelivat yhdestä
sekunnista tuhansiin vuosiin. Lyhyet sekuntien tai tuntien pituiset käytännöt
suojaavat hetkelliseltä salakuuntelulta, mutta ne altistavat sivuston SSL:n
ohitushyökkäykselle käytännön ollessa jo vanhentunut ennen käyttäjän uutta
vierailua sivustolle. Kranch ja Bonneau pitävät tietoturvan kannalta tärkeä-
nä, että käytännöistä tehdään mahdollisimman helppokäyttöisiä kehittäjille.
Heidän mukaansa erityisesti järkevät oletusarvot vähentävät huonosti harkit-
tujen arvojen käyttöä. He ehdottavatkin max-age-direktiivin oletusarvoksi
kolmeakymmentä päivää.
Pakollisen max-age-direktiivin lisäksi aliverkkotunnuksiin pyyntöjä tekevät si-
vustot unohtavat helposti määritellä includeSubDomains-direktiivin, jolloin
nämä pyynnöt saattavat helposti mennä salaamattomana [ZJL+15]. Erityi-
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sen vaarallisen tästä tekee pyynnön mukana välitettävät evästeet, joiden
vaikutusalue saattaa yltää koskemaan aliverkkotunnuksia. Evästeet on mah-
dollista määritellä välitettäväksi ainoastaan salatun HTTPS-yhteyden yli
Secure-attribuutilla. Kranch ja Bonneau tutkivat myös tämän attribuutin
käyttöä Google Chrome ja Mozilla Firefox -selaimiin kovakoodatulla avai-
men lukkolistaa käyttävillä sivustoilla. Heidän yllätykseksi tutkittujen 75
evästeen joukosta 63 evästeeltä attribuutti puuttui. Heidän mukaansa on-
kin epäselvää ymmärtävätkö kehittäjät tietoturvamekanismien muodostamaa
monimutkaista kokonaisuutta kunnolla.
6.2 Sisällön suojauskäytännön käyttöönotto
Sisällön suojauskäytännön käyttöönotto on ollut hidasta aikaisempien tietotur-
vamekanismien käyttöönottoon verrattuna [WLR14]. Son ja Shmatikov [SS13]
havaitsivat tutkimuksessaan, että Alexan ylläpitämän kymmenentuhannen
suosituimman sivuston listalla olevista sivuista vain kolmen sivuston etusivul-
la oli käytössä sisällön suojauskäytäntö. Van Goethem ja kumppanit [vCN+14]
tutkivat selainpohjaisten tietoturvamekanismien käyttöä jokaisen Euroopan
unioniin kuuluvan maan tuhannen suosituimman sivuston joukossa. Sivustot
valittiin Alexan ylläpitämän miljoonan suosituimman sivun listalta verkkotun-
nuksien maatunnuksen mukaan. Kaikista 22 851 sivustosta sisällön suojaus-
käytäntö oli käytössä vain kolmellatoista sivustolla, mikä teki siitä toiseksi
vähiten käytetyn tietoturvamekanismin tutkittujen tietoturvamekanismien
joukosta.
Weissbacher ja kumppanit [WLR14] tutkivat sisällön suojauskäytännön käyt-
töä Alexan ylläpitämien suosituimpien sivustojen listoilla olevilla sivustoil-
la. He havaitsivat, että sadan suosituimman sivuston joukosta vain yhdellä
prosentilla oli sisällön suojauskäytäntö käytössä. Kymmenentuhannen suosi-
tuimman sivuston joukosta vain 140 sivustolla oli sisällön suojauskäytäntö
käytössä ja näistä sivustoista 110 kuului yhdelle yritykselle, Googlelle. Kaikki-
aan miljoonan suosituimman sivuston joukossa vain 850 sivustolla oli käytössä
sisällön suojauskäytäntö, mutta näistä 35 sivustolla käytäntö oli pelkässä
tarkkailutilassa, jolloin käytäntö ei parantanut sivuston turvallisuutta.
Weissbacher ja kumppanit tutkivat myös käytössä olleita sisällön suojauskäy-
tännön direktiivejä ja havaitsivat, että suurin osa sivustoista käyttivät käy-
täntöä parhaiden käytäntöjen vastaisesti: kymmenentuhannen suosituimman
sivuston joukosta yksitoista kolmestatoista sivustosta salli dokumentin sisällä
määriteltävän JavaScript-koodin ’unsafe-inline’-avainsanalla ja kahdek-
san kolmestatoista merkkijonoista koodia tulkkaavien funktioiden käytön
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’unsafe-eval’-avainsanalla. Myöskään kymmenen kolmestatoista sivustosta
ei ollut määritellyt osoitetta, jonne virheilmoitukset tulisi raportoida.
AngularJS käyttää oletuksena mallinteiden lausekkeiden käsittelyssä eval-
funktiota suorituskyvyn parantamiseksi sekä dokumentin sisällä määriteltä-
viä CSS-tyyliohjeita. AngularJS-sovelluskehyksestä voidaan aktivoida ver-
sio [Angb], joka ei vaadi ’unsafe-eval’- ja ’unsafe-inline’-avainsanojen
käyttöä ja on yhteensopiva sisällön suojauskäytännön parhaiden käytäntö-
jen kanssa. Tällöin AngularJS ei käytä eval-funktiota ja dokumentin sisällä
määriteltävät CSS-tyyliohjeet korvataan liittämällä erillinen sovelluskehyksen
mukana tuleva CSS-tyylitiedosto.
Sisällön suojauskäytännön käyttöönotto on osoittautunut erityisen ongel-
malliseksi silloin, kun palvelu käyttää ulkopuolisia kolmannen osapuolen
tarjoamia liitännäisiä [SS13]. Kolmannen osapuolten liitännäisten käyttämi-
nen sivustoilla on kuitenkin hyvin yleistä [YW09, NIK+12], joten sisällön
suojauskäytäntö tulisi toimia hyvin yhteen niiden kanssa. Jokaisen liitännäi-
sen tulisi dokumentoida sisällön suojauskäytäntö, jonka liitännäinen vaatii
toimiakseen. Tämä on toistaiseksi vielä harvinaista: esimerkiksi suositun
Google Analytics -analytiikkapalvelun11 ja Facebookin liitännäisten12 do-
kumentaatiosta ei löydy mainintaa sisällön suojauskäytännöstä. Sen sijaan
esimerkiksi Google reCAPTCHA -kuvavarmennuspalvelun liitännäiselle on
dokumentoitu palvelun vaatima sisällön suojauskäytäntö [Goob]. Silti liitän-
näinen vaatii ’unsafe-inline’ avainsanan käyttöä style-src-direktiivissä
heikentäen käytännön tarjoamaa suojaa skriptittömiä rakennetta muuttavia
välityshyökkäyksiä vastaan [HNS+12].
Dokumentaation puuttumisen vuoksi ainoa vaihtoehto sisällön suojauskäy-
tännön toteuttamiselle on yrityksen ja erehdyksen kautta kokeilemalla. Tämä
puolestaan tekee sivustosta helposti hajoavan, sillä palveluntarjoaja saattaa
muuttaa rajapintojaan milloin tahansa ilmoittamatta siitä. Sisällön suojaus-
käytännön virheilmoitusten tarkkailu nousee tällöin äärimmäisen tärkeäksi.
Valitettavasti vanhempien selainten lisäosien ja muiden DOM-puuta muutta-
vien ohjelmien injektoimat sisällöt voivat aiheuttaa virheellisiä ilmoituksia ja
täten tehdä virheiden analysoinnista äärimmäisen haastavaa [WLR14].
Sisällön suojauskäytännön toisen tason suositusehdokkaan klikkauskaappauk-
sia torjuvan frame-anchestors-direktiivin tuessa on ollut puutteita selaimis-
sa: suositusehdokkaan mukaan frame-anchestors-direktiivin tulisi korvata
puutteellinen X-Frame-Options-otsikkokenttä, mutta Google Chromen ja
11https://support.google.com/analytics/search?q=CSP, vierailtu 13.6.2016
12https://developers.facebook.com/search/?q=CSP, vierailtu 13.6.2016
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Mozilla Firefoxin toteutuksissa X-Frame-Options-otsikkokentän säännöt ovat
korvanneet frame-anchestors-direktiivin säännöt [OWAa]. Virheet toteutuk-
sessa ja puutteellinen tuki selaimissa hidastanevat sisällön suojauskäytännön
toisen tason suositusehdokkaan käyttöönottoa.
6.3 Muiden tietoturvamekanismien käyttö
HttpOnly-attribuutti suojaa evästettä DOM-perustaiselta rakennetta muut-
tavalta välityshyökkäykseltä [HTMN15]. Se ei kuitenkaan tee sisällön suojaus-
käytäntöä tarpeettomaksi, sillä DOM-perustaisella rakennetta muuttavalla
välityshyökkäyksellä voidaan edelleen varastaa käyttäjätunnukset ennen var-
sinaisen istunnon alkua [ZE10].
Sisällön suojauskäytäntö ja salattu HTTPS-yhteys eivät tarjoa suojaa ul-
kopuolisten palveluiden vaarantumiselta [NIK+12]. Aliresurssin eheys takaa
muualta ladattujen tiedoston pysymisen samana, mutta toistaiseksi sillä on
heikko selaintuki. Levyn ja kumppaneiden [LCGB16] mukaan saattaa mennä
vielä vuosia ennen kuin se on laajasti käytössä kaikissa selaimissa. Levy ja
kumppanit ovat kehittäneet aliresurssin eheydelle ominaisuuksiltaan vastaa-
van erillisen JavaScript-pohjaisen toteutuksen, joka voidaan ottaa käyttöön
kaikissa selaimissa.
Ulkopuolisten palveluiden komponentit voidaan monesti upottaa rajoitet-
tuun kehyselementtiin. Weissbacher ja kumppanit [WLR14] suosittelevat,
että mainokset liitetään sandbox-attribuutilla varustettuun kehyselementtiin
ja niiden tarvitsemat tiedot kommunikoidaan postMessage-rajapinnan kaut-
ta mainosten turvallisuusriskien vuoksi. Kehyselementin sandbox-attribuuttia
käytetään kuitenkin hyvin vähän, vaikka sillä on erittäin laaja tuki selaimis-
sa. Van Goethemin ja kumppaneiden [vCN+14] tutkimuksessa selvisi, että
attribuutti oli käytössä ainoastaan kymmenellä sivustolla tutkittujen 22 851
sivuston joukosta. Rajoitettuun kehyselementtiin upottaminen edellyttää eril-
listä toteutusta jokaiselle komponentille, joka työläytensä johdosta saattaa
olla syynä toteutuksen vähäiseen suosioon.
Selauskontekstien väliseen kommunikaatioon tarkoitetun postMessage-raja-
pinnan tietoturvaominaisuuksien oikea käyttö on osoittautunut haastavaksi.
Son ja Shmatikov [SS13] havaitsivat tutkimuksessaan, että lähes puolelta ul-
kopuolisten kirjastojen postMessage-rajapinnan kuuntelijoista puuttui lähet-
täjän alkuperän tarkistus. Lisäksi noin kymmenesosa sisälsi haavoittuvuuden
kuuntelijan tarkistuksessa. Sonin ja Shmatikovin mukaan HTML5:n suurin
yksittäinen uhka liittyy postMessage-rajapinnan epäturvalliseen käyttöön.
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6.4 Puutteet selainpohjaisten tietoturvamekanismien
kattavuudessa
Esitellyistä selainpohjaisista tietoturvamekanismeista ainoastaan SameSite-
evästeet tarjoavat suojan sivustojen välisiä pyyntöhuijauksia vastaan.
SameSite-evästeiden selaintuki on kuitenkin toistaiseksi hyvin rajoitettu,
joten niiden varaan ei voi rakentaa suojausta sivustojen välisiä pyyntöhui-
jauksia vastaan. CSRF-tunnisteet ovat yksi tapa torjua sivustojen välisiä
pyyntöhuijauksia [BJM08]. AngularJS tarjoaa tuen CSRF-tunnisteiden toteu-
tukselle, mutta tuki edellyttää lisäksi erillistä palvelinpuolen toteutusta, joka
asettaa tunnisteen sisältämän evästeen ja tarkistaa tunnisteen oikeellisuuden
jokaisen pyynnön otsikkokentistä [GS13].
Sivustojen välisiä pyyntöhuijauksia vastaan on kehitetty muita tietoturva-
mekanismeja, kuten pyynnön alkuperän ilmaisevan Referer-otsikkokentän
tarkistus, mutta CSRF-tunnisteiden tapaan se edellyttää erillistä palvelinpuo-
len toteutusta [BJM08]. Eri lähteistä tulevien pyyntöjen jakamiskäytännössä
palvelimen tulee sallia ainoastaan oman sivuston alkuperä Access-Control-
Allow-Origin-otsikkokentässä, jolloin PUT- ja DELETE-metodien käyttäminen
Ajax-kutsujen yli muista alkuperistä ei ole mahdollista [OWAb]. Muina kuin
Ajax-kutsuina tehtävät GET- ja POST-pyynnöt ovat silti mahdollisia.
Sisällön suojauskäytännön toisen tason suositusehdokkaassa esitelty frame-
anchestors-direktiivi torjuu tehokkaasti kohteen esityksen eheyden vaaranta-
via klikkauskaappauksia, mutta sen tuki puuttuu vielä Microsoftin selaimista.
Nämä selaimet kuitenkin tukevat vanhaa X-Frame-Options-otsikkokenttää,
joka antaa osittaisen suojan kohteen esityksen eheyden vaarantavia hyökkäyk-
siä vastaan [HTMN15]. Toinen ongelma on uudentyyppiset uusia rajapintoja
käyttävät eheyden väliaikaisesti vaarantavat klikkauskaappaukset ja mobiili-
laitteiden helppokäyttöisyysominaisuuksia hyödyntävät napautuskaappaukset.
Sisällön suojauskäytäntöön suunnitteilla oleva syötekenttien direktiivi saattaa
tulevaisuudessa torjua osan hyökkäyksistä, mutta tällä hetkellä niitä vastaan
ei ole olemassa selainpohjaisia tietoturvamekanismeja.
6.5 Kohti yhtenäistä tietoturvakäytäntöä
Nykyiset tietoturvamekanismit on suunniteltu suojaamaan tietyn tyyppisiltä
hyökkäyksiltä, mikä on osaltaan johtanut tietoturvamekanismien hajanai-
suuteen ja osittaiseen päällekkäisyyteen [HS10]. Ohjelmistokehittäjillä onkin
vaikeuksia löytää näiden joukosta tarvittavat tietoturvamekanismit oikeiden
59
uhkien torjumiseksi [KB15]. Samalla joidenkin tietoturvamekanismien käyttö
on jäänyt harvinaiseksi [vCN+14].
Hyvän tietoturvamekanismien tulisi aina ohjata oikeaa toteutusta kohti, sillä
Kranchin ja Bonneaun mukaan [KB15] kehittäjät eivät välttämättä ymmärrä
tietoturvamekanismien muodostamaa monimutkaista kokonaisuutta kunnolla.
Heidän mukaansa yksi keino olisi, että tietoturvamekanismit tarjoaisivat
järkevät oletusarvot, jolloin tietoturvan oikea konfigurointi olisi kehittäjälle
helpompaa.
Jotkut tietoturvamekanismit edellyttävät erillistä toteutusta jokaiselle käyt-
tökerralle. Tämä on ristiriidassa ohjelmistokehityksen DRY (Don’t Repeat
Yourself) -periaatteen [HT99] kanssa, jonka mukaan kukin ohjelmistoon liit-
tyvä seikka tulee määritellä vain kerran yhdessä paikassa. DRY-periaatteen
noudattamatta jättäminen johtaa helposti huolimattomuusvirheisiin. Hannan
ja kumppaneiden [HSA+10] mukaan HTML5:n tietoturvamekanismit saa-
vuttavat tietoturvan vain teoriassa, mutta eivät käytännössä, sillä ne eivät
minimoi kehittäjien velvollisuuksia tietoturvan toteutuksessa. Tulevaisuuden
tietoturvamekanismien tulisi kiinnittää huomiota toteutuksen yksinkertaisuu-
teen: samaa tietoturvamekanismia ei pitäisi joutua toteuttamaan uudelleen,
sillä se lisää huolimattomuusvirheiden riskiä.
HTML5:n postMessage-rajapinnan tietoturvan toteutuksen yksinkertaista-
miseksi Son ja Shmatikov [SS13] ehdottavat sisällön suojauskäytännön laa-
jennuksena msg-src-direktiiviä, joka määrittelee postMessage-rajapinnan
kautta vastaanotettujen viestien sallitut alkuperät. Direktiivin toteutusta
ei ole otettu virallisesti mihinkään selaimeen eikä sitä ole viety eteenpäin
standardina siitä huolimatta, että Son ja Shmatikov tekivät siitä valmiin
toteutuksen Mozilla Firefox -selaimelle.
Sonin ja Shmatikovin ehdotus osoittaa, että uusien tietoturvamekanismien
kehittäminen ei ole yksinkertaista. Hothersall-Thomasin ja kumppanei-
den [HTMN15] mukaan uudet tietoturvamekanismit otetaan useimmiten
kokeellisina käyttöön selaimissa ja niistä tehdään virallinen standardi vasta
niiden vakiinnuttua. Heidän mukaansa vakiintumisessa kestää monesti kau-
an ja osassa tietoturvamekanismien selaintoteutuksia saattaa olla virheitä,
jolloin ne eivät kykene tarjoamaan täyttä suojaa tietoturvauhkia vastaan.
Tietoturvamekanismit edellyttävät ennen kaikkea laajaa tukea selainval-
mistajilta, jotta niistä tulisi käytettyjä kehittäjien keskuudessa [LCGB16].
Hodgesin ja Steingrueblin [HS10] mukaan standardointia vaikeuttaa se, että
niiden parissa ei työskentele yksi vaan kaksi erillistä organisaatiota, IETF
ja W3C. Aikaisemmin IETF on työskennellyt protokollien parissa ja W3C
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korkeamman tason standardien, kuten HTML:n ja XML:n parissa. Hodgesin
ja Steingrueblin mukaan monet tietoturvaan liittyvät standardit jäävät tämän
jaottelun rajamaille.
Hodges ja Steingruebl ovat puhuneet tarpeesta luoda yhtenäinen tietotur-
vakäytäntö jo vuonna 2010. Tällä hetkellä sisällön suojauskäytäntö uusine
laajennuksineen [Hil15, Wes15a, Wes15b] vaikuttaa olevan kaikken eniten
matkalla kohti tätä. Tästä huolimatta yhä osa uusista W3C:n standardeista,
kuten aliresurssin eheys [ABMW16], on päätetty toteuttaa kokonaan irral-
laan sisällön suojauskäytännöstä. Lisäksi evästeiden suojaukseen liittyvät
käytännöt menevät uusien sisällön suojauskäytännön evästeille suunnitel-
tujen direktiivien [Wes15a] myötä osittain päällekkäin IETF:n evästeiden
standardien [Bar11] kanssa.
6.6 Yhteenveto
Salatun HTTPS-yhteyden käyttöä helpottavat ilmaisia sertifikaatteja tar-
joavat palvelut, salattua HTTPS-yhteyttä tukevat sisällönjakeluverkostot
ja automaattinen aktiivisen yhdistelmäsisällön estäminen selaimissa. Sala-
tun HTTPS-yhteyden johdonmukainen käyttäminen edellyttää aina HTTP-
yhteyskäytännön tiukan tiedonsiirtosuojan käyttöä, jossa suurimmaksi haas-
teeksi on osoittautunut käytännön oikea konfigurointi.
Selvästi salatun HTTPS-yhteyden johdonmukaista käyttöä vaikeampaa on si-
sällön suojauskäytännön käyttöönotto. AngularJS-sovelluskehys tarjoaa tuen
sisällön suojauskäytännölle, mutta erityisesti ulkopuolisten liitännäisten hei-
kon tuen takia sisällön suojauskäytäntöä ei aina voida käyttää parhaiden
käytäntöjen mukaisesti. Lisäksi puutteet selaintuessa sekä virheet uusien
direktiivien toteutuksissa ja virheiden raportoinnissa hidastanevat sen käyt-
töönottoa.
Aliresurssin eheydellä on vielä toistaiseksi selvästi sisällön suojauskäytän-
töä heikompi selaintuki, joten eheyden varmistaminen ainoastaan sen avulla
on vielä riskialtista. Kehyselementin sandbox-attribuutissa ja postMessage-
rajapinnassa suurimmat uhat liittyvät tietoturvaominaisuuksien oikeaan käyt-
töön tietoturvamekanismien edellyttäessä erillistä toteutusta jokaiselle käyt-
tökerralle.
Evästeiden Secure- ja HttpOnly-attribuutit suojaavat evästeet salakuun-
telulta, mies välissä -hyökkäyksiltä ja verkkosivun rakennetta muuttavilta
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välityshyökkäyksiltä. Evästeiden suurin puute on niiden haavoittuvuus sivus-
tojen välisiä pyyntöhuijauksia vastaan. Toistaiseksi SameSite-evästeillä on
heikko selaintuki, joten sovelluksissa on syytä olla erillinen palvelinpohjainen
toteutus sivustojen välisiä pyyntöhuijauksia vastaan.
Toinen selkeä selainpohjaisten tietoturvamekanismien puute liittyy niiden
kykyyn suojata uusia HTML5:n rajapintoja käyttäviltä eheyden väliaikaisesti
vaarantavilta klikkauskaappauksilta ja mobiililaitteiden helppokäyttöisyy-
sominaisuuksia hyödyntäviltä napautuskaappauksilta. Tällä hetkellä näitä
vastaan kehitetyt mekanismit ovat vasta suunnitteluasteilla, joten niiden
käyttöä on vielä hankala arvioida.
Tulevaisuuden tietoturvamekanismien kannalta tärkeintä on pitää ne mahdol-
lisimman yhtenäisinä ja yksinkertaisina, jotta kehittäjien on helppo löytää ja
toteuttaa ne. Ennen kaikkea tietoturvamekanismien tulisi ohjata tietoturval-
lista toteutusta kohti – jopa niissä tilanteissa, kun kehittäjä ei kokonaisuutta
täysin hallitse.
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7 Johtopäätökset
Tutkielmassa selvitettiin web-asiakassovelluksia ja niiden käyttämiä kommu-
nikaatiokanavia vastaan kohdistuvat hyökkäystavat. Hyökkäystavoista suurin
osa kuuluu OWASP Top 10 -listan kriittisimpien web-sovelluksia vastaan koh-
distuvien tietoturvauhkien joukkoon, jolloin hyökkäysten seuraukset voivat
olla äärimmäisen vakavia. Hyökkäystapojen jälkeen kartoitettiin nykyaikaiset
selainpohjaiset tietoturvamekanismit, jotka torjuvat web-asiakassovelluksia
vastaan kohdistuvia uhkia. Tietoturvamekanismit suojaavat suurimmalta osal-
ta hyökkäystavoista, mutta niiden kattavuudessa on yhä joitain puutteita.
Suurimmat ongelmat löytyvät kattavuuden sijaan tietoturvamekanismien
käyttöönotosta, vaikka AngularJS-sovelluskehys on yhteensopiva selainpoh-
jaisten tietoturvamekanismien kanssa.
Hyökkäystavoista salakuuntelu ja mies välissä -hyökkäykset tapahtuvat
HTTP-liikenteen lisäksi web-asiakassovelluksessa HTML5:n postMessage-
rajapinnassa. Verkkosivun rakennetta muuttavat välityshyökkäykset ovat
saaneet uusia erityisesti web-asiakassovelluksia koskevia muotoja DOM-
perustaisten ja skriptittömien rakennetta muuttavien välityshyökkäyk-
sien myötä. Sivustojen välinen pyyntöhuijaus koskettaa vain osittain web-
asiakassovelluksia, mutta sitä vastaan kehitetyt suojautumismekanismit voivat
vaikuttaa web-asiakassovelluksien arkkitehtuuriin. Klikkauskaappaukset hyö-
dyntävät myös samoja HTML5:n rajapintoja kuin web-asiakassovellukset.
Web-asiakassovellusten arkkitehtuuri on otollinen ulkopuolisille uhille: web-
asiakassovellukset liittävät tyypillisesti resursseja kolmannen osapuolen
lähteistä, mikä voi vaarantaa kokonaan muuten turvallisesti rakennetun
sivuston.
Hyökkäystapoja vastaan on kehitetty uusia tietoturvamekanismeja verkon
ja HTTP-protokollan eri tasoille. HTTP-yhteyskäytännön tiukka tiedonsiir-
tosuoja estää web-asiakassovelluksen ja palvelimen välissä tapahtuvan sa-
lakuuntelun ja mies välissä -hyökkäykset. Sisällön suojauskäytäntö suojaa
verkkosivun rakennetta muuttavilta välityshyökkäyksiltä ja osalta klikkaus-
kaappauksista. Yhdistelmäsisällön estäminen selaimissa torjuu salakuuntelun
ja mies välissä -hyökkäykset tietyissä tilanteissa. Aliresurssin eheys takaa
kolmannen osapuolen lähteistä haettujen skripti- ja tyylitiedostojen eheyden.
Evästeiden Secure- ja HttpOnly-attribuutit suojaavat evästeitä salakuuntelul-
ta, mies välissä -hyökkäyksiltä sekä rakennetta muuttavilta välityshyökkäyk-
siltä. Kehysten sandbox-attribuutti ja selauskontekstien välisen kommunikaa-
tion postMessage-rajapinta tarjoavat turvallisen keinon liittää ulkopuolisia
sisältöjä ja kommunikoida niiden kanssa.
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HTTP-yhteyskäytännön tiukka tiedonsiirtosuoja, yhdistelmäsisällön estä-
minen selaimissa ja evästeen Secure-attribuutti torjuvat tehokkaasti sala-
kuuntelun ja mies välissä -hyökkäykset. HTTP-protokollan piiriin kuuluvissa
tietoturvamekanismeissa suurimmat haasteet liittyvät tietoturvamekanismien
oikeaan konfigurointiin. Sen sijaan sovelluksen suojaamiseen liittyvissä me-
kanismeissa on useita haasteita. Sovelluksen suojaamiseen liittyvistä meka-
nismeista ainoastaan evästeen HttpOnly-attribuutti toimii hyvin myös käy-
tännössä. Sisällön suojauskäytäntö, aliresurssin eheys, sandbox-attribuutti ja
postMessage-rajapinta suojaavat uhilta hyvin teoriassa, mutta käytännössä
niissä riittää vielä ratkaisemattomia ongelmia.
Sisällön suojauskäytännön käyttäminen on osoittautunut erityisen ongelmalli-
seksi ulkopuolisten liitännäisten kanssa, jotka voivat estää sisällön suojauskäy-
tännön käyttämisen parhaiden käytäntöjen mukaisesti. Aliresurssin eheydelle
ei vielä toistaiseksi ole riittävää selaintukea. Kehyksen sandbox-attribuutti ja
postMessage-rajapinta edellyttävät erillistä toteutusta jokaiselle käyttöker-
ralle, joten ne ovat erittäin virhealttiita. Lukuisten tietoturvamekanismien ja
niissä olevien puutteiden takia kehittäjillä onkin vaikeuksia hahmottaa niiden
muodostamaa kokonaisuutta.
Tietoturvamekanismien kattavuudessa on selkeitä puutteita: sivustojen välisiä
pyyntöhuijauksia, uusia HTML5:n rajapintoja hyödyntäviä eheyden väliai-
kaisesti vaarantavia klikkauskaappauksia ja mobiililaitteiden helppokäyttöi-
syysominaisuuksia hyödyntäviä napautuskaappauksia vastaan ei toistaiseksi
ole tarjolla selainpohjaisia tietoturvamekanismeja, joilla olisi merkittävää
selaintukea.
Erityisesti sisällön suojauskäytännön kolmannen tason suositusehdokas, eväs-
teiden ja syötekenttien sisällön suojauskäytännön direktiivit sekä muut W3C:n
Web Application Security -työryhmän toistaiseksi luonnosasteella olevat stan-
dardit ovat hyviä jatkotutkimuksen kohteita niiden vakiintuessa. Toinen tärkeä
jatkotutkimuksen aihe on sisällön suojauskäytännön käyttöönottoon liittyvät
ongelmat, etenkin kun uudet tietoturvamekanismit rakentuvat yhä enem-
män sisällön suojauskäytännön päälle. Kolmas tärkeä jatkotutkimuksen aihe
on tutkielmassa havaitut puutteet selainpohjaisten tietoturvamekanismien
kattavuudessa.
Selainpohjaiset tietoturvamekanismit suojaavat suurimmalta osalta web-
asiakassovelluksia vastaan kohdistuvilta uhilta. Tutkielmassa kuitenkin ha-
vaittiin, että tietoturvamekanismien käyttöönotto ei ole suoraviivaista ja siinä
on useita ongelmia. Uusien tietoturvamekanismien suunnittelussa olisikin
tärkeää huomioida nykyisissä tietoturvamekanismeissa olevat ongelmat sekä
pyrkiä yhtenäisempiä ja yksinkertaisempia tietoturvamekanismeja kohti.
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