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1. ĮVADAS 
Objektinių ir reliacinių schemų integruojamumą ir suderinamumą svarbu tirti d÷l šių 
dalykų: 
 Kuriant programinę įrangą, naudojamos objektiškai orientuotos programavimo kalbos, o 
duomenys dažniausiai saugojami reliacin÷se duomenų baz÷se. 
 Organizacijose yra poreikis integruoti įvairių duomenų modelių schemas, atkurti 
konceptualiąją schemą. 
Programin÷ įranga kuriama, naudojant objektiškai orientuotas programavimo kalbas ar 
aplinkas. Dalis duomenų, kuriais manipuliuoja sukurta programin÷ įranga, saugojami duomenų 
baz÷se, kurios dažniausiai yra reliacin÷s. Iškyla poreikis programuojant naudojamas struktūras 
(klases, atributus) susieti su reliacin÷s duomenų baz÷s struktūromis (santykių schemomis, 
atributais). Objektinis duomenų modelis, naudojamas programuojant, pagreitina programin÷s 
įrangos kūrimą. 
Įprastai duomenų baz÷s projektuojamos iš konceptualiojo modelio, tačiau tam tikrais 
atvejais (pavyzdžiui, d÷l dokumentacijos stokos ar nebuvimo), turint liktines reliacines duomenų 
bazes, gali iškilti poreikis atkurti jomis modeliuojamos srities konceptualųjį modelį. Reliaciniai 
modeliai yra skurdūs ir n÷ra pritaikyti sud÷tingiems realaus pasaulio objektams vaizduoti. 
Reliacinio modelio stipryb÷ yra jo paprastumas. Konceptualieji modeliai įprastai turi daug 
objektinio modelių savybių.  
Dažniausiai duomenys organizacijose saugojami keliose duomenų baz÷se. Egzistuojančios 
duomenų baz÷s organizacijoje gali būti suprojektuotos ir užpildytos skirtingu laiku skirtingų 
asmenų. Organizacijose turima, kad kelios duomenų baz÷s vaizduoja tas pačias ar susijusias 
realaus pasaulio dalis. D÷l šios priežasties atsiranda problemų, jei iškyla poreikis įvairiems 
taikymams ar sistemoms integruotai prieiti prie jų. Reikia tur÷ti vieną globalų visos srities vaizdą, 
kurio komponentai saugojami skirtingose duomenų baz÷se ir kurių naudojami modeliai gali 
skirtis (pavyzdžiui, naudojamos reliacin÷s ir objektin÷s duomenų baz÷s). Integruojant schemas, 
naudojamas vienas duomenų modelis, vadinamas kanoniniu duomenų modeliu. Dažniausiai 
kanoniniais duomenų modeliais pasirenkami turtingi, objektinių charakteristikų turintys duomenų 
modeliai (Schmitt, 1996). 
Duomenų bazių integracijos tikslas yra išspręsti konfliktus tarp skirtingų duomenų bazių, 
sudaryti bendrą duomenų modelį, kuriame visos duomenų baz÷s atrodytų kaip viena. Ta pati 
dalykin÷ sritis projektuotojų gali būti suvokiama skirtingai, gali būti naudojami skirtingi 
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duomenų modeliai ir gaunamos skirtingos srities schemos. Integruojant schemas, svarbu teisingai 
išspręsti schemų konfliktus. Duomenų bazių integracijai skiriama daug d÷mesio, susidom÷jimas 
schemų integracija yra didelis jau keletą dešimtmečių (Dupont, 1994), didelis d÷mesys 
integruojant schemas skiriamas išraiškingiems duomenų modeliams (tokiems, kaip EER, 
semantiniai tinklai ir kt.) (Dupont, 1994). 
Centralizuotas vienos duomenų baz÷s projektavimas organizacijoje yra sunkiai 
realizuojamas d÷l jos sud÷tingumo. Dažniausiai organizacijos padaliniai turi savo duomenų 
bazes, kurių schemos yra bendros schemos komponentai ir gali būti integruojamos į vieną 
globalią duomenų baz÷s schemą. Informacijos sistemos dažnai kinta, nes keičiasi vartotojų 
poreikiai. Dažniausiai netikslinga ir neįmanoma vietoj organizacijoje naudojamų skirtingų, netgi 
skirtingais duomenų modeliais pagrįstų duomenų bazių, naudoti vieną duomenų bazę, tod÷l šiuo 
atveju naudojamos federacin÷s duomenų baz÷s. Globali federacin÷ duomenų baz÷ pateikia visų 
duomenų bazių schemas kaip vieną bendrą schemą, nors kiekviena lokali duomenų baz÷ dirba 
autonomiškai. Sudarant federacines duomenų bazes, skiriamos penkių lygių schemos:  
 Lokaliosios schemos (integruojamų duomenų bazių schemos). 
 Komponentų schemos (lokalios, transformuotos į bendrą (kanoninį) duomenų modelį). 
 Eksporto schemos (komponentų schemos, gautos pašalinus neintegruojamas dalis). 
 Federacin÷ schema (globali bendra viena schema). 
 Išorin÷ schema (globalios schemos dalis tam tikrai naudotojų grupei). 
Lokaliosios schemos dažniausiai būna reliacin÷s, o komponentų schemos, priklausomai nuo 
pasirinkto kanoninio duomenų modelio, gali būti objektin÷s, tod÷l iškyla poreikis transformuoti 
reliacinę schemą į objektinę. Integruotos schemos vaizdas turi remtis vienu modeliu, integruojant 
turi būti atsižvelgiama į duomenų semantiką. Įprastai globaliajai duomenų baz÷s schemai 
naudojamas ER duomenų modelis.  
Integruojant duomenų bazes, loginis homogeniškumas pasiekiamas, integruojant duomenų 
bazes schemų ir egzempliorių lygiuose. Daugiausia d÷mesio skiriama duomenų bazių schemų 
integracijai, literatūroje ši integracija yra plačiai aptarta, tačiau literatūroje negausiai aptariama 
egzempliorių lygio integracija. Nors manoma, kad egzempliorių integracija, integravus schemas, 
atliekama paprastai, tačiau taip n÷ra (Lim, 1993). Anksčiau duomenų bazių schemų integravimas 
buvo atliekamas rankiniu būdu, tačiau dabar yra stengiamasi šį procesą automatizuoti. Visiškai 
automatizuota duomenų bazių schemų ir egzempliorių integracija susideda iš neautomatizuotos ir 
automatizuotos dalies. Integruojant duomenų bazes, iškyla poreikis nustatyti semantiškai 
ekvivalenčius schemų elementus (pavyzdžiui, atributus) ir išspręsti schemų konfliktus. Šis 
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procesas negali būti vykdomas automatiškai, tačiau egzistuoja priemonių (Li, 1995), padedančių 
integruoti schemas (pavyzdžiui, padedama nustatyti semantiškai ekvivalenčius atributus). 
Nustačius semantiškai ekvivalentiškus elementus ir išsprendus schemų konfliktus, yra pasiūlyta 
algoritmų, galinčių automatizuotai integruoti schemas. 
Reliacinis duomenų modelis, naudojamas duomenų baz÷se, užtikrina duomenų saugojimo 
paprastumą ir duomenų dalinimą tarp sistemų. Vienas iš pagrindinių duomenų bazių tikslų yra 
leisti dalintis duomenimis įvairioms sistemoms. Duomenų saugojimas objektų formatu trukdo 
pasiekti šį tikslą, nes objektai būna pritaikyti vienam taikymui (Barsalou, 1991). Reliacinis 
modelis tinkamas duomenims dalintis, tačiau yra neišraiškingas. Objektinio ir reliacinio modelio 
sąsaja standartizuojama (yra JDO (Java Data Objects), EJB (Enterprise Java Beans) ir kt. 
standartai), yra sukurta daug populiarių šią sąsają realizuojančių produktų (Oracle TopLink, 
Hibernate ir kt.), tačiau juose beveik visa schemų integracija atliekama neautomatizuotu būdu. 
Darbo tikslas yra pasiūlyti modelį objektinių ir reliacinių schemų integracijai. Darbo 
uždaviniai yra: 
 Išanalizuoti objektinio-reliacinio modelio transformacijas ir integracijos modelius. 
 Pasiūlyti kanoninį duomenų modelį, į kurį bus atvaizduojamos tiek reliacin÷s, tiek 
objektin÷s schemos integravimo metu, ir koncepcinį modelį dalykinei sričiai vaizduoti. 
 Pasiūlyti, patobulinti ar pritaikyti schemų transformacijas, įvertinant ne tik schemas, bet 
ir schemų egzempliorius. 
 Realizuoti programinę įrangą, transformuojančią keleto duomenų bazių (reliacinių ir 
objektinių) schemas į kanoninį ir koncepcinį duomenų modelį. 
Darbo tema skaitytas pranešimas tarpuniversitetin÷je magistrantų ir doktorantų 
konferencijoje „Informacin÷s technologijos ’08“, parašytas straipsnis šios konferencijos leidiniui 
(straipsnis pateikiamas 1 priede). Darbe pasiūlytas modelis schemoms integruoti ir schemų 
transformacijos algoritmai patikrinti praktiškai: sukurta algoritmus realizuojanti programin÷ 
įranga (aprašymas pateiktas 2 priede). Darbe aprašyti algoritmai gali būti taikomi schemoms 
integruoti, schemoms transformuoti į OWL, objektiniam modeliui gauti iš reliacinio (naudinga 
dirbant su ORM paketais), schemose nedeklaruotiems apribojimams rasti liktin÷se duomenų 
baz÷se. Aprašytas integracijos modelis ir transformacijų algoritmai gali būti pl÷tojami, didinant 
jų automatizuojamumą, duomenų modelį ir algoritmus modifikuojant taip, kad būtų įvertinami 
sud÷tingesni apribojimai. 
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2. INTEGRACIJOS MODELIŲ ANALIZö 
Šioje dalyje analizuojami integruojamų schemų duomenų modeliai (reliacinis ir objektinis), 
egzistuojantys semantiškai skurdūs bei turtingi integruotos schemos duomenų modeliai, 
pasirenkamas koncepcinis integruotos schemos duomenų modelis, analizuojami egzistuojantys 
algoritmai schemoms transformuoti. Skyriuje aprašomi kriterijai schemų integracijos modeliams 
ir algoritmams, aktualios problemos, kurių neišsprendžia egzistuojantys sprendimai. 
2.1. Integruojamų schemų duomenų modeliai 
Duomenų baz÷se saugojama realaus pasaulio objektus aprašanti informacija, tod÷l yra 
svarbūs duomenų baz÷se naudojami duomenų modeliai, lemiantys, kaip tiksliai duomenų baz÷s 
atspindi tikrą pasaulį. Duomenų modelį sudaro struktūros, operacijos ir integralumo apribojimai 
(McBrien, 1997). Duomenų modelio galimyb÷ atspind÷ti realų pasaulį susideda iš dviejų 
faktorių: išraiškingumo ir semantinio reliatyvumo (Saltor, 1991). 
 Išraiškingumas. Duomenų modelio išraiškingumas yra tuo didesnis, kuo sud÷tingesnius 
realaus pasaulio objektus galima tiesiogiai pavaizduoti modeliu. Pavyzdžiui, reliacinis modelis 
tiesiogiai nepalaiko apibendrinimo/specializavimo ir agregavimo/dekompozicijos ryšių, o 
objektinis modelis palaiko. 
o Struktūrinis išraiškingumas yra duomenų modelio struktūrų gal÷jimas atspind÷ti 
realaus pasaulio objektus. 
o Elgsenos išraiškingumas yra duomenų modelio gal÷jimas modeliuoti konceptų 
elgseną. 
 Semantinis reliatyvumas. Semantinis reliatyvumas yra duomenų modelio geb÷jimas, 
naudojant modelio operacijas, gauti išorines schemas, t.y. schemas, pritaikytas konkrečioms 
vartotojų grup÷ms. Pavyzdžiui, reliacinis modelis gali naudoti reliacin÷s algebros operacijas 
skaičiavimams atlikti. 
2.1.1. Reliacinis modelis 
Reliacin÷s duomenų baz÷s remiasi reliaciniu modeliu. Reliacinio duomenų modelio 
pagrindai suformuluoti E. Codd 1970 metais. E. Codd pasiūl÷ paprastą loginį (nepriklausomą nuo 
fizin÷s realizacijos) duomenų modelį, kurio esm÷ – duomenys saugojami nerikiuotose dvimat÷se 
lentel÷se. Reliacinį modelį sudaro (Codd, 1979): 
 Santykių aib÷. Laikui b÷gant ir kečiant duomenis duomenų baz÷je, santykiai kinta. 
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 Duomenų manipuliavimo taisykl÷s. Duomenų manipuliavimo taisykl÷s apibr÷žia, pagal 
kokias taisykles gali būti įterpiami, šalinami ir keičiami duomenys. 
 Reliacin÷ algebra. 
Reliacinis modelis remiasi aibių teorija ir pirmos eil÷s (predikatų) logika. Reliaciniu 
modeliu besiremiančios duomenų baz÷s yra dominuojančios (Bagui, 2003). 
2.1.1.1. Reliacinio modelio struktūros 
Pagrindin÷s reliacinio modelio sąvokos (Codd, 1979) yra domenas, kortežas (tupletas), 
santykis, santykio schema, atributas. Domenas – panašaus tipo reikšmių aib÷. Jei duomenų baz÷je 
saugojama informacija apie tam tikrų įvykių datas, domeną sudaro visų leistinų įvykių datų aib÷. 
Domenų reikšm÷s yra atomin÷s. Pažym÷jus nDDD ,...,, 21 , 0>n  domenus (nebūtinai skirtingus, 
t.y. bendru atveju gali būti teisinga lygyb÷ jiDD ji ≠= , ), Dekarto sandauga 
niDDDD in ,...,1},{...21 =×=×××  yra visų kortežų 〉〈 nttt ,...,, 21  aib÷, čia niDt ii ,...,1, =∈ . r  
vadinamas santykiu, jei niDr i ,...,1},{ ∈×⊆ . 
Vietoj indeksų sekos ),...,2,1( n galima panaudoti aibę, kurios kiekvienas elementas turi 
unikalų pavadinimą ir yra susietas su domenu bei skirtingu indeksu – šios aib÷s elementai 
vadinami atributais. Tokiu atveju kortežas apibūdinamas porų aibe ):( vA , čia A  – atributas, v  – 
jo reikšm÷. Tada santykiu vadinama aib÷ kortežų, kurių kiekvieną kortežą sudaro tų pačių 
atributų su jiems priskirtomis reikšm÷mis aib÷. Santykiai turi schemas, kurias sudaro atributai. 
Santykio schema gali būti aprašyta ):,:,:( cCbBaAR  arba ),,( CBAR , čia R  – santykio 
schema, CBA ,,  – atributai, cba ,,  – domenai. Santykį patogu įsivaizduoti kaip lentelę su šiomis 
savyb÷mis: 
 Lentel÷s eilut÷s nesidubliuoja; 
 Lentel÷s eilučių tvarka n÷ra svarbi; 
 Lentel÷s stulpelių tvarka n÷ra svarbi; 
 Visų lentel÷s ląstelių reikšm÷s yra atomin÷s. 
Santykiai skirstomi į bazinius (base) ir išvestinius (derived). Bazinių santykių kortežų 
reikšm÷s nepriklauso nuo kitų santykių, išvestinių santykių kortežų reikšm÷s yra apskaičiuojamos 
iš kitų santykių. Baziniai santykiai reliacin÷se duomenų baz÷se vadinami lentel÷mis (table), 
išvestiniai – virtualiomis lentel÷mis, arba vaizdais (view). 
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Kiekviena santykio schema turi netuščią raktų aibę. Kiekviename santykyje pasirenkamas 
vienas raktas, vadinamas pirminiu raktu. Raktą sudaro santykio atributai, tenkinantys šias 
sąlygas, nepriklausančias nuo laiko: 
 Jokie du skirtingi santykio kortežai neturi sutampančių raktą sudarančių atributų 
reikšmių. 
 Iš rakto pašalinus bet kurį atributą, pirmoji sąlyga n÷ra teisinga. 
2.1.1.2. Duomenų manipuliavimo taisykl÷s 
Visos duomenų keitimo, šalinimo ir įterpimo operacijos turi tenkinti šias sąlygas: 
 Santykyje joks pirminio rakto atributas negali tur÷ti tuščios reikšm÷s. 
 Jei A  – santykio schemos 1R  pirminio rakto atributas, kurio domenas yra kurio nors 
santykio (vadinamo baziniu) 2R  paprasto pirminio rakto B  reikšmių aib÷, tada bet kuriuo laiko 
momentu, jei egzistuoja )( 111 Rrt ∈ , vAt =)(1 , tai egzistuos kortežas )( 222 Rrt ∈ , vBt =)(2 . Šis 
taisykl÷ reliacin÷se duomenų baz÷se vadinama išorinio rakto apribojimu. 
2.1.1.3. Reliacin÷ algebra 
Su santykiais galima atlikti įvairias aibių operacijas (pavyzdžiui, apskaičiuoti aibių sąjungą, 
sankirtą, skirtumą), nes santykiai yra aib÷s. Tačiau šios operacijos gali būti atliekamos tik su 
santykiais, turinčiais suderinamus atributus (t.y. atributus, kurių domenai sutampa). Operacijos su 
santykiais rezultatas yra santykis, taigi galima nuosekliai taikyti reliacin÷s algebros operacijas 
ankstesnių operacijų metu apskaičiuotiems santykiams. Pagrindin÷s reliacin÷s algebros 
operacijos yra šios (Paradauskas, 2002): 
 Suma ( 21 rrr ∪= ). Šios operacijos rezultatas yra dviejų santykių kortežų sąjunga. 
 Skirtumas ( 21 rrr −= ). Šios operacijos rezultatas yra pirmojo ir antrojo santykių kortežų 
skirtumas. 
 Sandauga ( 21 rrr ×= ). Šios operacijos rezultatas yra dviejų santykių Dekarto sandauga, 
t.y. apskaičiuojamos visos 1r  kortežų kombinacijos su 2r . Rezultato santykio schema yra 
21 RR ⊗ . 
 Projekcija ( )(rs Sπ= ). Šios operacijos rezultatas yra santykis, gautas iš palikus 
atributus S  iš santykio r . 
 Selekcija ( )(rs Fσ= , dar vadinama theta-selekcija). Šios operacijos rezultatas yra aib÷ 
kortežų iš santykio r , tenkinančių formulę F . 
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2.1.2. Objektinis modelis 
Objektin÷se duomenų baz÷se informacija saugojama objektų pavidalu. Objektinio modelio 
standartas sukurtas ODMG (Object Data Management Group) grup÷s. Paskutinis iš ODMG 
standartų ODMG 3.0 buvo išleistas 2000 metais. Objektinis modelis remiasi F-logika. 
Pagrindinis objektinio modelio elementas yra objektas. Objektai skirstomi į tipus. Visi to 
paties tipo objektai pasižymi bendra elgsena ir leistina būsenų aibe. Objektų elgsena apibr÷žiama 
objektų operacijomis. Operacijos apibūdinamos signatūra, kurią sudaro operacijos pavadinimas, 
parametrų tipai ir pavadinimai, išimtin÷s situacijos ir rezultatas. Operacijos skirstomos į 
keičiančias (mutators) ir nekeičiančias (observers) objekto būseną (Bratsberg, 1993). Objektų 
būsena saugojama objektų savyb÷se, kurias sudaro paties objekto atributai ir ryšiai – santykiai su 
kitu ar kitais objektais (kai kur literatūroje savyb÷ms priskiriamos ir operacijos). Atributų 
reikšm÷s yra primityvios (atomin÷s), jos negali būti paveldimos ir tur÷ti savo savybių. Ryšiai gali 
būti klasifikuojami „vienas su vienu“, „vienas su daug“, „daug su daug“. Ryšiai gali būti 
dvikrypčiai (jei objektas A turi ryšį su B, objektas B gali tur÷ti ryšį su A, šie du ryšiai turi savo 
pavadinimus, vienas iš jų turi būti pažym÷tas kaip atgalinis (inverse)) (Manola, 1994). 
Tipai turi vieną sąsają ir vieną ar daugiau realizacijų. Tipo sąsaja apibr÷žia visų to tipo 
objektų savybes ir operacijas. Patys tipai yra objektai ir gali tur÷ti savybių (pavyzdžiui, tipas gali 
tur÷ti savybę „supertipas“). Tipai gali būti susieti paveldimumo ryšiu. Paveldintys tipai turi visas 
paveldimų tipų savybes ir operacijas, gali pakeisti savybių ir operacijų funkcionalumą, tur÷ti savo 
naujų savybių ir operacijų. 
2.1.2.1. Objektin÷s duomenų baz÷s 
Objektin÷s duomenų baz÷s leidžia paprastai saugoti objektų grafus, susieti duomenų bazių 
ir objektinio programavimo galimybes ir, paplitus objektinei projektavimo ir programavimo 
metodologijai, tampa vis populiaresn÷s. Objektin÷s duomenų baz÷s remiasi objektiškai orientuotu 
duomenų modeliu. Objektiškai orientuotos duomenų baz÷s n÷ra tokios populiarios kaip 
reliacin÷s. Literatūroje (Atkinson, 1989) teigiama, kad objektin÷ms duomenų baz÷ms pl÷totis 
trukdo bendro duomenų modelio ir teorinio pagrindimo trūkumas. Reliacinių duomenų bazių 
modelis buvo aiškiai specifikuotas E. Codd‘o 1970 straipsnyje, o objektin÷ms duomenų baz÷ms 
tokios specifikacijos n÷ra. Literatūroje (Atkinson, 1989) apibūdinamos charakteristikos, kurias 
turi tur÷ti objektin÷s duomenų baz÷s: 
 Sud÷tiniai objektai. Objektin÷s duomenų baz÷s turi palaikyti sud÷tinius objektus. 
Paprasti objektai (skaičiai, teksto eilut÷s, žym÷s, kiti atominiai tipai) gali būti jungiami į 
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sud÷tingesnius objektus: aibes, sąrašus, masyvus, atitikimus (map). Sąrašai ir masyvai yra 
svarbūs d÷l to, kad išsaugo eiliškumo informaciją, aib÷s eiliškumo informacijos neišsaugo, 
atitikimai yra natūralus būdas objektams apibūdinti. Sud÷tinius objektus gali sudaryti bet kokie 
kiti objektai, taip pat ir sud÷tiniai, pavyzdžiui, sąrašą gali sudaryti aib÷s ir t.t. Objektin÷s 
duomenų baz÷s turi suteikti galimybę atlikti operacijas su sud÷tiniais objektais, t.y., atliekant 
operacijas su sud÷tiniais objektais, tos operacijos turi būti atliekamos ir su visais sud÷tinius 
objektus sudarančiais objektais (pavyzdžiui, kopijuojant sud÷tinį objektą gali reik÷ti kopijuoti 
visus jį sudarančius objektus). 
 Objektų identifikavimas. Objektai turi tur÷ti identifikatorių. Įprastai programavimo 
kalbose objektai yra identifikuojami pagal identifikatorių, o ne pagal atributų reikšmes.  
 Inkapsuliacija. Objektiškai orientuotame programavime objektą sudaro sąsaja ir 
realizacija. Sąsaja apibr÷žia, kokios operacijos gali būti atliekamos su objektu, o realizacija – 
kaip atliekamos. Išoriškai tur÷tų būti matoma tik objekto sąsaja. 
 Tipai/klas÷s. Tipai/klas÷s objektiniame programavime turi atributus ir operacijas. 
 Tipų/klasių hierarchijos. Paveldimumas yra viena iš pagrindinių objektinio 
programavimo paradigmų. Tipų/klasių hierarchijos padidina programinio kodo atkartojamumą. 
Galima išskirti pakeitimo (substitution) (vaiko klas÷ turi daugiau operacijų nei t÷vin÷), įterpimo 
(inclusion) (kiekvienas vaiko klas÷s objektas yra ir t÷vo klas÷s objektas, svarbi ne objekto sąsaja, 
o struktūra), apribojimo (constraint) (vaiko klas÷s objektai yra visi t÷vo klas÷s objektai, 
tankinantys tam tikrą sąlygą) ir specializavimo (specialization) (vaikų klas÷s turi papildomų 
atributų, lyginant su t÷vų klas÷mis) paveld÷jimo tipus. 
 Metodų perrašymas, perklojimas, v÷lyvas susiejimas. Metodų perrašymas (overriding) 
suteikia galimybę paveldinčioje klas÷je pakeisti metodo funkcionalumą. Metodų perklojimas 
(overloading) leidžia toje pačioje klas÷je tur÷ti keletą metodų su tais pačiais pavadinimais, bet 
skirtingais parametrais. V÷lyvas susiejimas (late binding) reiškia, kad metodo pavadinimas su 
programiniu kodu susiejamas vykdymo, o ne kompiliavimo metu (pavyzdžiui, turint klases 
„Figūra“, „Stačiakampis“ (paveldi klasę „Figūra“) ir „Trikampis“ (paveldi klasę „Figūra“), 
programinis kodas Figūra f; f.skaičiuotiPlotą(); negali būti susietas su 
programiniu kodu programos transliavimo metu, nes neaišku, kokios klas÷s objektas bus „f“ 
vykdymo metu). 
 Skaičiavimo pilnumas. Turi būti galimyb÷ duomenų baz÷s duomenų manipuliavimo 
kalba parašyti bet kokią apskaičiuojamą išraišką.  
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 Plečiamumas. Duomenų bazių valdymo sistemos turi savo tipus. DBVS naudotojas 
privalo tur÷ti galimybę kurti savo tipus, vartotojui neturi būti skirtumo, kaip naudojami DBVS ir 
jo susikurti tipai. 
 Saugojimas. ODBVS privalo užtikrinti galimybę išsaugoti duomenis, kad jie išliktų ir 
pasibaigus procesui. Šis reikalavimas yra aiškus duomenų baz÷ms, tačiau programavimo kalbose 
šis reikalavimas n÷ra savaime suprantamas. 
 Antrin÷s atminties valdymas. DBVS palaiko daug priemonių našumui padidinti: 
indeksus, buferizavimą, klasterizavimą ir t.t. Visa tai daroma automatiškai, be vartotojo 
įsikišimo. Natūralu, kad ir objektin÷s duomenų bazių valdymo sistemos turi tai palaikyti. 
 Lygiagretumas. Objektin÷s duomenų baz÷s privalo palaikyti daug vienu metu dirbančių 
vartotojų. 
 Atkuriamumas. Įvykus gedimams, ODBVS privalo tur÷ti galimybę atkurti integralią 
būseną. 
 Užklausų kalba. Objektin÷s duomenų baz÷s privalo tur÷ti standartinę užklausų kalbą. 
Užklausų kalba privalo būti aukšto lygio (vartotojas turi nurodyti kas turi būti išrenkama ar 
daroma, o ne kaip), efektyvi, nepriklausoma nuo DBVS (panašiai kaip SQL reliacin÷ms duomenų 
bazių valdymo sistemoms). OQL (Object Query Language) yra ODMG standartizuota objektinių 
duomenų bazių užklausų kalba. 
2.2. Integruotų schemų duomenų modeliai 
2.2.1. Reikalavimai duomenų modeliui 
Integruojant įvairių duomenų modelių duomenų bazių schemas, iškyla poreikis pasirinkti 
bendrą duomenų modelį. Bendras duomenų modelis, naudojamas duomenims įvairiose schemose 
aprašyti, vadinamas kanoniniu duomenų modeliu. Literatūroje dažniausiai kanoniniu duomenų 
modeliu pasirenkamas semantiškai turtingas duomenų modelis (objektiškai orientuoti modeliai 
laikomi semantiškai turtingais), tačiau yra siūlymų naudoti ir semantiškai skurdžius modelius 
(pavyzdžiui, reliacinį modelį). Svarbus faktorius, d÷l kurio siūloma rinktis objektiškai orientuotus 
modelius schemoms integruoti, yra tai, kad transformuoti objektines schemas į semantiškai 
turtingas kanonines schemas yra paprasta, transformuojant nepatiriama arba beveik nepatiriama 
semantinių nuostolių. Teisingas (kanoninio) duomenų modelio pasirinkimas projektuojant 
federacinę duomenų bazę yra esminis, nuo jo priklauso integruotos duomenų baz÷s kokyb÷. 
Literatūroje (Saltor, 1991) pateikti reikalavimai kanoniniam duomenų modeliui: 
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 Klasių/egzempliorių palaikymas. 
 Apibendrinimo/specializavimo palaikymas. 
 Agregacijos/dekompozicijos palaikymas. 
 Elgsenos plečiamumas (gal÷jimas prid÷ti naujas operacijas ar integralumo apribojimus). 
 Operacijos išorin÷ms schemoms apskaičiuoti (pavyzdžiui, gal÷jimas apskaičiuoti 
virtualias lenteles reliaciniame modelyje) 
 Viena bazin÷ struktūra (reliaciniame modelyje – santykis, objektiniame – objektas). ER 
modelyje yra naudojamos esyb÷s ir ryšiai, tod÷l jis šio reikalavimo netenkina. 
Pagal (Saltor, 1991) objektiškai orientuoti duomenų modeliai tenkina daugiau iš šių 
reikalavimų nei reliaciniai, o reliaciniai – daugiau nei priešreliaciniai (tinklinis, hierarchinis ir 
kt.). ER modelis, nors naudojamas dažniausiai, tenkina ne visus išvardintus reikalavimus. 
Integruojant nedideles schemas, integracija gali būti vykdoma projektuotojo, analizuojant 
schemų semantiką. Integruojant dideles schemas, rankinis procesas yra neįmanomas, iškyla 
poreikis schemų integravimo procesą atlikti automatizuotai (Schmitt, 1996). Federacinių 
duomenų bazių projektavimą sudaro schemų transformacijos. Literatūroje (Schmitt, 1996) 
pateikiami reikalavimai schemų integracijai: 
 Pilnumas, teisingumas. Integruotoje schemoje turi būti konceptai, egzistuojantys visose 
lokaliosiose schemose. Integruotos schemos konceptai turi apimti visų lokaliųjų schemų 
konceptų sąjungą. 
 Minimalumas. Jei keliose schemose egzistuoja tie patys konceptai, integruotoje 
schemoje turi būti vienas konceptas. 
 Suprantamumas. Integruota schema turi būti lengvai suprantama projektuotojui ir 
vartotojui. Jei galimi keli integruotos schemos variantai, pirmenyb÷ turi būti teikiama 
suprantamiausiam. 
 Loginis duomenų nepriklausomumas. Iš integruotos schemos turi būti galimyb÷ gauti 
skirtingus vaizdus įvairių vartotojų poreikiams tenkinti. 
2.2.2. Konceptualieji duomenų modeliai  
Konceptualieji modeliai yra objektiniai, jie gaunami, atlikus objektiškai orientuotą srities 
analizę. Konceptualieji modeliai nepriklauso nuo realizavimo detalių. Konceptualieji modeliai 
įprastai vaizduojami schemomis. Schemos apibr÷žia fiksuotą, pastovią duomenų struktūrą. 
Konceptualieji duomenų modeliai abstrakčiai apibūdina duomenis. 
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Konceptualieji modeliai vaizduoja konceptus ir ryšius tarp jų. Ryšiai visuose duomenų 
modeliuose vadinami struktūriniais apribojimais, jie turi privalomumo ir kardinalumo požymius. 
Semantinių ryšių tarp esybių taksonomija pateikta literatūroje (Paradauskas, 2002). Semantinių 
ryšių yra įvairių: nuosavyb÷s, sinonimų, antonimų, dalies, visumos ir kt. Kuo turtingesnis 
semantinis modelis, tuo ryšių įvairov÷ yra didesn÷. Projektuojant duomenų bazes šie ryšiai yra 
realizuojami paprastai. 
Iš reikalavimų bendram duomenų modeliui aišku, kad bendras duomenų modelis turi būti 
semantiškai turtingas (tokie yra konceptualieji duomenų modeliai). Žemiau aprašyti modeliai gali 
būti s÷kmingai naudojami kaip bendras duomenų modelis, į kuriuos gali būti atvaizduojamos 
reliacin÷s ir objektin÷s schemos. Objektinių duomenų bazių schemų atvaizdavimas 
konceptualiajame modelyje yra paprastas. 
2.2.3. Objektų savybių duomenų modelis 
Objektų savybių (Object Property, OP) modelis yra konceptualusis duomenų modelis, kuris 
apima EER, reliacinio ir objektinio modelio savybes. Tačiau OP modelis yra už juos 
išraiškingesnis, juo galima modeliuoti sud÷tingas vidines ir išorines priklausomybes. OP 
duomenų modelis apibūdintas monografijoje (Paradauskas, 2002). OP modelis ypač taikytinas, 
vykdant atvirkštinę informacijos sistemų inžineriją. 
Viena iš pagrindinių OP modelio sąvokų yra objektas. Objektas suvokiamas kaip klas÷ 
objektiniame duomenų modelyje, santykio schema reliaciniame modelyje ar esyb÷ ER duomenų 
modelyje. 
Objektai turi atributus. Atributai turi unikalius pavadinimus objekto ribose. Atributas yra 
objekto charakteristika, o atributo reikšm÷ yra objekto egzemplioriaus charakteristika. Atributai 
yra objekto savyb÷s. Atributai gali būti daugiareikšmiai. 
Objektai turi vidinius ryšius. Objekto ryšiai turi unikalius pavadinimus objekto ribose. 
Objekto ryšius galima suvokti kaip sud÷tinį atributą, t.y. atributą, sudarytą iš atributų 
niAi ,...,1, =  (atributų eil÷s tvarka yra svarbi). Vidiniai ryšiai gali būti identifikaciniai (rodomi 
kair÷je objekto pus÷je). Dešin÷je objekto pus÷je vaizduojami ryšiai n÷ra identifikaciniai. Objekto 
vidiniai ryšiai yra objekto savyb÷s. 
Objektai gali tur÷ti metodus. Objektų metodų pavadinimai yra unikalūs objekto metodų 
pavadinimų aib÷je. Metodai turi į÷jimo ir iš÷jimo parametrus. Į÷jimo ir iš÷jimo parametrų sekos 
yra objekto vidiniai ryšiai. 
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Objektus, atributus, ryšius gali sieti įvairios funkcin÷s priklausomyb÷s (surjekcijos, 
bijekcijos ir kt.). Objektų savybių modelis turi priemones šiems ryšiams aprašyti. Objektų 
savybių modelyje apibr÷žtos poaibio (analogiškos apibendrinimo/specializavimo ryšiams 
objektiniuose ar išorinio rakto ryšiams reliaciniame modelyje), ekvivalentumo (dvikrypt÷s 
poaibio), aib÷s elemento priklausomyb÷s (sieja objektą ir objekto egzempliorius). 
Pažym÷jus objektą O , objekto atributų aib÷ žymima )(Oaset , savybių aib÷ – )(Opset , 
objekto egzempliorių aib÷ – )(Ovset , metodų aib÷ – )(Omset . Objekto O  ryšys S  žymimas 
SO. , identifikacinis ryšys R  žymimas RO.^ . Atributo A  reikšmių aib÷ žymima )(Avset , 
objekto O ryšio R  reikšmių aib÷ žymima ).( ROvset . Metodas A , kurio į÷jimo parametrai yra 
ryšio RO.  atributai, o iš÷jimo parametrai – ryšio SO.  atributai, formaliai apibūdinamas 
).().(: SOvsetROvsetm → . 
Objektais galima vaizduoti funkcines priklausomybes. Objektu O  pavaizdavus funkcinę 
priklausomybę YX → , kair÷je objekto pus÷je vaizduojamas ryšys iš YX → , dešin÷je – iš Y  
atributų. (2.1 pav.) pateikiamas OP diagramos pavyzdys, kuriame ϕ,, RYX →  ir YXR ,, →ϕ . 
  
 
2.1 pav. OP diagramos pavyzdys 
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2.2.4. ER ir EER duomenų modeliai 
ER modelis yra vienas iš labiausiai paplitusių modelių duomenų baz÷ms projektuoti. ER 
diagramos gali būti naudojamos tiek tiesiogin÷s, tiek atvirkštin÷s inžinerijos proceso metu. ER 
duomenų modelyje duomenys modeliuojami, naudojant esybes, atributus ir ryšius. 
Esyb÷s suvokiamos kaip identifikuojamų daiktų ar sąvokų klas÷s, apie kuriuos saugojama 
informacija. Esyb÷s turi pavadinimus, esyb÷ms vadinti naudojami daiktavardžiai. Esybes sieja 
ryšiai, kurie turi pavadinimus, ryšiams vadinti įprastai naudojami veiksmažodžiai. Ryšiai gali 
tur÷ti atributus. Ryšiai gali būti rekursyvūs, t.y. gali sieti esybę su savimi. Ryšiai gali būti 
daugianariai (t.y. sieti dvi ar daugiau esybių; dvinariais ryšiais ne visada įmanoma pavaizduoti 
srities ryšių semantiką). 
Atributas yra esyb÷s savyb÷ ar charakteristika. Atributai skirstomi į paprastus (atominius) ir 
sud÷tinius. Paprastieji atributai yra nedalomi (reliaciniame modelyje santykių schemos atributai 
taip pat yra nedalomi). Sud÷tiniai atributai grupuoja atributus į logines grupes. Sud÷tiniai 
atributai dar vadinami agregatais. Atributai gali būti daugiareikšmiai. Kiekvienas esyb÷s 
egzempliorius gali tur÷ti daug daugiareikšmio atributo reikšmių. ER palaiko apskaičiuojamus 
atributus, t.y. atributus, kurių reikšm÷s gali būti apskaičiuojamos, naudojant kitų atributų 
reikšmes (įprastai duomenų baz÷je apskaičiuojamų atributų nesaugojama). ER modelis palaiko 
unikalius identifikatorius, kurių reikšm÷s identifikuoja esybių egzempliorius. 
Esyb÷s skirstomos į stipriąsias ir silpnąsias. Stipriosios esyb÷s yra savarankiškos. Silpnųjų 
esybių egzempliorių esybių gyvavimas priklauso nuo kitų esybių, jų unikalių identifikatorių dalį 
sudaro kitų esybių identifikatoriai. ER modelis neturi paveld÷jimo/specializavimo ryšių tarp 
esybių, tačiau EER modelis praplečia ER modelį šiais ryšiais. 
ER ir EER modeliai dažnai naudojami kaip kanoniniai duomenų modeliai, integruojant 
duomenų bazių schemas. Literatūroje (pavyzdžiui, (Bagui, 2003)) pateikta algoritmų ER schemai 
atkurti iš reliacin÷s duomenų baz÷s schemos. 
Yra paplitę keletas ER diagramų notacijų. Vienos iš labiausiai paplitusių yra Chen (ER 
modelio autoriaus) ir Barker (naudojama Oracle CASE priemon÷je) notacijos. 
2.2.5. Ontologijos ir OWL 
Ontologija yra duomenų modelis, naudojamas srities konceptams ir santykiams tarp jų 
aprašyti. Ontologijos įprastai aprašo klases, atributus, klasių egzempliorius, santykius ir įvykius. 
Ontologijoms aprašyti yra sukurta keletas populiarių kalbų, pavyzdžiui, OWL (pakeitusi 
DAML+OIL), KIF, Cyc. Ontologijų aprašai tampa vis populiaresni aprašin÷jant sud÷tingas sritis. 
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Ontologijų populiarumo priežastis – vienareikšmiškai interpretuojamų srities žinių dalinimasis 
tiek tarp žmonių, tiek tarp taikymų sistemų (Fensel, 2001).  
Viena iš populiariausių ontologijų aprašymo kalbų yra OWL. OWL standartas neturi 
grafin÷s notacijos, OWL ontologijos pritaikytos būti interpretuojamas programin÷s įrangos. OWL 
remiasi XML, RDF, RDFS standartais. XML standartas naudojamas medžio struktūroms 
aprašyti, naudojant žymes (tags). RDF suteikia galimybę aprašyti teiginius apie resursus (RDF, 
2004), naudojant XML formatą. RDF teiginys sudarytas iš 3 komponentų: objekto, kurio 
charakteristika apibūdinama (1), objekto savyb÷s (2) ir objekto savyb÷s reikšm÷s (3). Teiginį 
galima suskaidyti į veiksnį (subject), tarinį (predicate) ir papildinį (object). Trejetas (veiksnys, 
tarinys, papildinys) dar vadinamas tripletu. Veiksniai, tariniai ir papildiniai gali būti 
identifikuojami unikaliu URI (Uniform Resource Identifier) vardu. Kadangi apie kiekvieną URI 
identifikuojamą resursą gali būti teigiami teiginiai, URI identifikuojami veiksniai, tariniai ir 
papildiniai patys gali tur÷ti savybių. Papildinių reikšm÷s, skirtingai nei veiksnių ir tarinių, gali 
būti atomin÷s (literal). RDF teiginio pavyzdžiai gali būti „http://dublincore.org svetain÷s (1) 
kalba (2) yra anglų (3)“ arba „http://ktu.lt/D÷stytojas klas÷ paveldi http://ktu.lt/Darbuotojas“. 
RDF tiesiogiai palaiko tik dvinarius ryšius (nepalaiko n-narių ryšių), t.y. RDF tripleto ryšius tarp 
veiksnio ir papildinio. Daugianariai ryšiai gali būti modeliuojami kaip daug dvinarių ryšių.  
Konkreti RDF savybių semantika specifikuojama RDF-Schema specifikacijoje, RDF 
specifikacijoje apibūdinama tik teiginių aprašymo trejetais taisykl÷s. RDF schema yra semantinis 
RDF pl÷tinys, RDF žodynas. RDFS apibr÷žia tokias sąvokas: klas÷, resursas, duomenų tipas, 
savyb÷. RDFS savyb÷s suvokiamos kaip atributai, resursų savybes patogu suvokti kaip atributų-
reikšmių poras. RDFS savyb÷s gali atspind÷ti ryšius tarp resursų. Skirtingai nuo kitų duomenų 
modelių, kuriuose apibr÷žiamos klas÷s su jų savyb÷mis, RDFS duomenų modelyje apibr÷žiamos 
savyb÷s (semantiniai ryšiai), nurodant klases, kurioms šios savyb÷s taikomos ir kokios jų yra 
leistinos reikšm÷s. 
OWL (OWL, 2004) praplečia RDFS ir yra turtingas duomenų modelis ontologijoms 
aprašyti. Pavyzdžiui, OWL turi galimybes aprašyti ekvivalenčias klases (klases, turinčias tuos 
pačius egzempliorius) ir savybes, savybių savybes (pavyzdžiui, funkcin÷ savyb÷ gali būti 
suprantama kaip funkcija EDf →: , čia f  – funkcija, transformuojanti apibr÷žimo srities 
elementus D  į reikšmių srities E  elementus), klasių egzempliorių apribojimus, ryšių 
kardinalumą, atributų duomenų tipus ir kt. Skiriami trys OWL kalbos lygiai, besiskiriantys 
išraiškingumu: OWL Lite, OWL DL ir OWL Full. 
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N÷ra pasiūlyta pakankamai formalių transformacijų tarp ontologijų ir kitų duomenų 
modelių algoritmų. Literatūroje (Vyšniauskas, 2006) pateiktas algoritmas OWL ontologijoms 
transformuoti į reliacinę schemą. Reliacin÷ms duomenų baz÷ms atvaizduoti į ontologijas yra 
pasiūlyta kalbų (Svihla, 2004), (Barrasa, 2004), (Barrett, 2002) , tačiau pasiūlyti sprendimai n÷ra 
automatizuoti. 
2.2.6. OWL kaip koncepcinis modelis 
Atlikus duomenų modelių analizę, koncepciniu duomenų modeliu pasirinktas OWL Full 
d÷l šių savybių: 
 Turtinga semantika. OWL DL ir OWL Full yra išraiškingi modeliai.  
 Vienareikšmiškumas. OWL semantika yra apibr÷žta W3C rekomendacijoje. 
 Standartiškumas. OWL yra W3C rekomendacija, besiremianti standartais (XML, RDF, 
RDF-Schema). 
 Įrankių palaikymas. Yra sukurta įrankių ir bibliotekų darbui su OWL. Tokių įrankių 
buvimas palengvina realizacijos kūrimą. 
2.3. Schemų transformacijos 
Schemų transformacijos vieno duomenų modelio schemą transformuoja į kito. Schemų 
transformacijos vykdomos tiek tiesiogin÷s inžinerijos, tiek atvirkštin÷s inžinerijos metu (iš 
konceptualiojo ir į konceptualųjį modelį). Be schemų transformacijos, vykdomos ir egzempliorių 
transformacijos. Transformacija aprašoma dvejetu >=<Σ tT , , čia Σ  – transformacijos funkcija, 
T – schemos transformacijos funkcija, t – egzemplioriaus transformacijos funkcija. 
Transformacijų vienas iš pagrindinių kriterijų yra semantikos išsaugojamumas. Literatūroje 
(Paradauskas, 2002) transformacija >=<Σ 11 ,1 tT  vadinama semantiką išsaugojančia (abipuse), 
jei egzistuoja transformacija >=<Σ 22 ,2 tT  tokia, kad ccttCCTTcC =∧=∀∀ ))(())((,, 1212 . 
Norint išsaugoti schemų semantiką, turi būti transformuojami integralumo apribojimai. 
Deklaratyvius integralumo apribojimus palaiko dauguma duomenų modelių (Conrad, 1996). 
2.3.1. Schemų konfliktai 
Integruojant duomenų bazių schemas, neišvengiamai susiduriama su schemų konfliktais, 
sąlygotais skirtingų projektuotojų skirtingo srities supratimo ir naudojamų skirtingų duomenų 
modelių. Kaip nurodyta literatūroje (Spaccapietra, 1993), dažniausiai konfliktai išsprendžiami 
modifikuojant pradines schemas. Literatūroje (Conrad, 1996) ir (Dupont, 1994) pateikta schemų 
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konfliktų taksonomija, kai naudojamas kanoninis duomenų modelis yra bendrinis integracijos 
modelis. Svarbūs yra šie schemų konfliktai: 
 Struktūriniai konfliktai (metakonfliktai). Struktūriniai konfliktai iškyla, kai vienoje 
schemoje tas pats realaus pasaulio objektas vaizduojamas kaip klas÷, o kitoje – kaip atributas. 
 Atributų (apibūdinimo) konfliktai. Atributų konfliktai iškyla, kai semantiškai 
ekvivalentiški (turintys tą pačią prasme) atributai keliose schemose turi skirtingus domenus. 
 Semantiniai konfliktai. Semantiniai konfliktai iškyla, kai dviejų schemų panašių klasių 
egzempliorių aib÷s nesutampa. Įprastai semantiniai konfliktai sprendžiami, naudojant 
apibendrinimo/specializavimo ryšius. 
 Vardų konfliktai. Struktūrų (atributų, klasių) pavadinimai gali būti sinonimai (skirtingai 
vadinasi, prasm÷ ta pati) ir homonimai (taip pat vadinasi, prasm÷ skiriasi), semantiškai 
ekvivalenčių struktūrų pavadinimai gali skirtis. 
 Duomenų modelių konfliktai. Šie konfliktai iškyla, kai integruojamos skirtingų duomenų 
modelių (pavyzdžiui, objektin÷s ir reliacin÷s) schemos. 
Dabartiniais metodais įprasta integruoti esybes su esyb÷mis, atributus su atributais, ryšius 
su ryšiais. Struktūriniai konfliktai iškyla, kai ta pati realaus pasaulio esyb÷ skirtingai suvokiama 
skirtingų projektuotojų ir skirtingose schemose jai vaizduoti naudojamos skirtingos 
konstrukcijos, pavyzdžiui, vienoje schemoje tas pats objektas gali būti pavaizduotas atributu, 
kitoje – esyb÷s tipu. Šiems konfliktams spręsti trūksta automatizuotų algoritmų. Kaip nurodyta 
literatūroje (Spaccapietra, 1993), dažniausiai naudojamas globaliosios schemos duomenų modelis 
yra ER. 
2.3.2. Transformacijos iš reliacinio modelio į objektinį 
2.3.2.1. Reliacinių schemų ypatumai 
Reliacin÷ms duomenų baz÷ms projektuoti sąmoningai ar intuityviai naudojami 
dekompozicijos metodai, kai, sudarius universaliąją schemą ir apibr÷žus funkcines 
priklausomybes, pagal normalizavimo algoritmus gaunamos reliacinę schemą sudarančios 
santykių schemos. Normalin÷s formos ir normalizavimo algoritmai detaliai aptarti literatūroje. 
Sudarytos reliacin÷s schemos ne visada būna geros kokyb÷s. Literatūroje (Paradauskas, 2002) 
aptarti dekompozicijos metodo trūkumai: 
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 Sudarius tam tikros normalin÷s formos reliacinę schemą, prarandama dalis informacijos. 
Tokiu atveju neįmanoma transformuojant iš reliacinio modelio į konceptualųjį atkurti visos 
semantikos. 
 Naudojant perteklines funkcines priklausomybes, gaunama daugiau santykių schemų nei 
reikia. 
 Santykių schemų skaičius priklauso nuo pasirinktų funkcinių priklausomybių aib÷s. 
 Egzistuoja daug tos pačios semantikos reliacinių schemų.  
2.3.2.2. Nevienareikšmiškumo problema 
Projektuojant reliacines duomenų bazes iš tos pačios galin÷s funkcinių priklausomybių 
aib÷s dekompozicijos metodu, galima gauti skirtingas reliacines schemas. Gautos reliacin÷s 
schemos priklauso nuo pasirinktų funkcinių priklausomybių, normalizavimo veiksmų atlikimo 
tvarkos ir kt. Santykių schemų skaičius gali dar išaugti, jei schema yra semantiškai 
normalizuojama (pagal literatūrą (Paradauskas, 2002) schema yra semantiškai normalizuota, jei 
jos egzemplioriuose n÷ra tuščių atributų reikšmių). 
Transformacijos iš reliacin÷s schemos į objektinę n÷ra trivialios. Transformuojant 
paprasčiausiu būdu – santykio schemą keičiant klase, išorinio rakto priklausomybę keičiant 
asociacijos ryšiu, gali būti gaunami netikslūs rezultatai. (2.2 pav.) ir (2.3 pav.) schemos abi yra 3 
normalin÷s formos ir turi tas pačias funkcines priklausomybes. 
  
2.2 pav. Universalioji schema 
 
 
2.3 pav. Dekomponuota reliacin÷ schema 
Projektuojant reliacinę schemą dekompozicijos metodu, gali būti prarandamos funkcin÷s 
priklausomyb÷s (pavyzdyje jos n÷ra prarandamos), tokiu atveju prarastą informaciją galima 
aptikti tik analizuojant schemų egzempliorius. Vienareikšmiškai suprojektuoti reliacinę schemą ir 
identifikuoti esybes galima naudojant sintez÷s algoritmą (Paradauskas, 2002), (Maier, 1983), 
tačiau jis leidžia įvertinti tik funkcines priklausomybes, o jų ne visada pakanka dalykin÷s srities 
apribojimams specifikuoti (gali būti reikalingos daugiareikšm÷s ir jungimo projekcijos 
priklausomyb÷s). 
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2.3.2.3. Sud÷tin÷s funkcin÷s priklausomyb÷s ir struktūriniai tipai 
Sud÷tine funkcine priklausomybe vadinama priklausomyb÷ RRRR n →),...,,( 21 , kur iR  ir 
R  – atributų aib÷s, jei teisingos funkcin÷s priklausomyb÷s njiRRRR iji ,...,1,,, =→→  (sąlyga 
njiRR ji ,...,1,, =→  reiškia, kad atributų aib÷s niRi ,...,1, =  yra ekvivalenčios). Objektų 
savybių modelyje kiekvienai funkcinei priklausomybei vaizduoti naudojama struktūra – 
struktūrinis tipas. Iš reliacinių schemų gautas struktūrinis tipas parodytas (2.4 pav.). Turint 
įvairias santykių schemas, iš kurių atkūrus universaliąją schemą gauta galin÷ funkcinių 
priklausomybių aib÷ sutampa, galima vienareikšmiškai rasti struktūrinius tipus. 
 
2.4 pav. Struktūrinis tipas 
2.3.2.4. Neadekvačios atributų reikšm÷s 
D÷l įvairių priežasčių (pavyzdžiui, DBVS užklausų vykdymo greičio), duomenis 
reliacin÷se duomenų baz÷se stengiamasi saugoti mažesniame santykių skaičiuje, atributams 
leidžiama netur÷ti reikšmių. Tuščios atributo reikšm÷s gali reikšti du dalykus: reikšm÷ nežinoma 
arba reikšm÷ netinkama (neadekvati). Jei žinoma, kad atributo reikšm÷ daliai santykio kortežų 
yra neadekvati, prasminga šiuos kortežus atitinkančius objektus priskirti klasei, neturinčiai šio 
atributo, o kitų kortežų objektus – paveldinčiai klasei, turinčiai šį atributą. Pavyzdžiui, iš santykio 
schemos Studentai={Bilieto_numeris, Pavard÷, Magistrinio_tema} galima būtų išvesti klases 
Studentas (be atributo Magistrinio_tema) ir Magistrantas (su atributu Magistrinio_tema), 
paveldinčią klasę Studentas, nes ne visiems studentams lauko Magistrinio_tema reikšm÷s yra 
adekvačios. 
Semantiškai normalizuotose schemose tuščios atributų reikšm÷s yra neleistinos, tačiau 
dažniausiai reliacin÷s duomenų baz÷s n÷ra semantiškai normalizuotos. Iš semantiškai 
normalizuotų schemų paveld÷jimo ryšiai gali būti tiesiogiai išvedami, naudojant 2.3.2.5 ir 2.3.2.6 
skyriuose aprašytas taisykles. 
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2.3.2.5. Objektinių struktūrų išvedimas 
Literatūroje (Paradauskas, 2002) pateiktos taisykl÷s, kurias naudojant galima atkurti 
objektines struktūras iš reliacinių. 
1 taisykl÷. Jei 1K  – pirminis santykio schemos R  raktas ir 2K  – pirminis santykio schemos 
S  raktas ir 2.KS  yra išorinis 1.KR  raktas, tai R  atvaizdavus klase C , S  atvaizdavus klase 1C  
gaunama, kad 1C  paveldi C . (2.5 pav.) pateikiamas taisykl÷s taikymo pavyzdys. 
 
2.5 pav. 1 taisykl÷s taikymo pavyzdys 
2 taisykl÷. Jei 1K  – pirminis santykio schemos R  raktas ir 2K  – pirminis santykio schemos 
S  raktas, 13 KK ⊂ , 1||,31 =∪= AAKK , 3.KR  yra išorinis 2.KS  raktas, tai S  atvaizdavus 
klase C , C  klas÷je galima įvesti daugiareikšmį atributą AC. , o iš R  išvedin÷ti klas÷s nereikia. 
(2.6 pav.) pateikiamas taisykl÷s taikymo pavyzdys. 
 
2.6 pav. 2 taisykl÷s taikymo pavyzdys 
3 taisykl÷. Jei 1K  – pirminis santykio schemos R  raktas ir 2K  – pirminis santykio schemos 
S  raktas, 13 KK ⊂ , 1||,1||, 131 ≥−≥∪= KRAAKK , 3.KR  yra išorinis 2.KS  raktas, tai S  
atvaizdavus klase C , tai R  atvaizdavus klase 1C , gaunama, kad C  agreguoja 1C  ir klases C  ir 
1C  sieja 1-n ryšys. (2.7 pav.) pateikiamas taisykl÷s taikymo pavyzdys. 
 
2.7 pav. 3 taisykl÷s taikymo pavyzdys 
4 taisykl÷. Jei santykio schema 43 KKS ∪= , šios schemos raktas 
∅=∩∪= 4343 , KKKKK , o 1.KS  ir 2.KS  yra atitinkamai 11.KR  ir 22 .KR  išoriniai raktai, čia 
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1K  – santykio schemos 1R  raktas, 2K  – santykio schemos 2R  raktas, tai S  yra dvinario santykio 
schema (naudojama tiesiogiai reliaciniame modelyje „daug su daug“ santykiui tarp 1R  ir 2R  
realizuoti). (2.8 pav.) pateikiamas taisykl÷s taikymo pavyzdys. 
 
2.8 pav. 4 taisykl÷s taikymo pavyzdys 
5a taisykl÷. Jei 1K  – pirminis santykio schemos R  raktas ir 2K  – pirminis santykio 
schemos S  raktas, B  – R  atributų poaibis, ∅=∩ BK1  ir BR.  yra išorinis 2.KS  raktas, tai R  
pavaizdavus klase C , S  pavaizdavus klase 1C  vietoj BR. atributų įvedamas 1-n ryšys tarp klasių 
C  ir 1C . (2.9 pav.) pateikiamas taisykl÷s taikymo pavyzdys. 
 
2.9 pav. 5a taisykl÷s taikymo pavyzdys 
5b taisykl÷. Jei 1K  – pirminis santykio schemos R  raktas ir 2K  – pirminis santykio 
schemos S  raktas, 1B  – R  atributų poaibis, ∅=∩ BK1 , 2B  – S  atributų poaibis, ∅=∩ BK 2 , 
B  – R  atributų poaibis, 1.BR  yra išorinis 2.BS  raktas, tai R  pavaizdavus klase 1C , S  
pavaizdavus klase 2C , ryšiui tarp 1C  ir 2C  vaizduoti įvedama klas÷ 3C , 1C  vietoj atributų 1B  ir 
2C  vietoj atributų 2B  turi n-1 ryšį su iš 1.BR  arba 2.BS  išvesta klase 3C . (2.10 pav.) pateikiamas 
taisykl÷s taikymo pavyzdys. 
 
2.10 pav. 5b taisykl÷s taikymo pavyzdys 
6 taisykl÷. Jei santykio schema nKKS ∪∪= ...1 , ∅=∩⇒≠ ji KKji , šios schemos 
raktas nKKK ∪∪= ...1 , iKS. yra išoriniai ii KR '.  raktai, tai santykio schemas iR  sieja 
daugianaris (n-naris) ryšys. (2.11 pav.) pateikiamas taisykl÷s taikymo pavyzdys. 
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2.11 pav. 6 taisykl÷s taikymo pavyzdys 
2.3.2.6. Paveld÷jimo ryšių išvedimas 
Pateikiamos taisykl÷s, pagal kurias galima išvesti klasių paveld÷jimo ryšius iš reliacin÷s 
schemos. Taisykl÷s aprašytos literatūroje (Paradauskas, 2002). 
1 taisykl÷. Jei santykio schema R  turi raktą K  ir santykio schema S  turi atributų aibę A , 
KR.  yra susietas išorinio rakto priklausomybe su AS. , tai R pavaizdavus klase C , AS.  
pavaizdavus klase 1C , gaunama, kad C  paveldi 1C . (2.12 pav.) pateikiamas taisykl÷s taikymo 
pavyzdys. 
 
2.12 pav. 1 taisykl÷s taikymo pavyzdys 
2 taisykl÷. Jei santykio schema R  turi vieno atributo raktą K  ir šis raktas yra susietas 
išorinio rakto priklausomybe su schemos S  atributu A , tai R  pavaizdavus klase C , AS.  
pavaizdavus klase 1C , gaunama, kad C  paveldi 1C . (2.13 pav.) pateikiamas taisykl÷s taikymo 
pavyzdys. 
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2.13 pav. 2 taisykl÷s taikymo pavyzdys 
3 taisykl÷. Jei santykio schema R  turi atributų aibę A , o santykio schema S  – raktą K  ir 
AR.  yra išorinis KS.  raktas, tai AR.  pavaizdavus klase C , S  pavaizdavus klase 1C , gaunama, 
kad C  paveldi 1C . (2.14 pav.) pateikiamas taisykl÷s taikymo pavyzdys. 
 
2.14 pav. 3 taisykl÷s taikymo pavyzdys 
4 taisykl÷. Jei santykio schema R  turi atributą A , santykio schema S  turi raktą K , AR.  
yra išorinis KS.  raktas, tai AR.  pavaizdavus klase C , S  pavaizdavus klase 1C , gaunama, kad 
C  paveldi 1C . (2.15 pav.) pateikiamas taisykl÷s taikymo pavyzdys. 
 
2.15 pav. 4 taisykl÷s taikymo pavyzdys 
5 taisykl÷. Jei santykio schema R  turi raktą 1K , santykio schema S  – raktą 2K , o 1.KR  
yra išorinis 2.KS raktas, tai schemą R  pavaizdavus klase C , schemą S  – klase 1C , gaunama, 
kad C  paveldi 1C . (2.16 pav.) pateikiamas taisykl÷s taikymo pavyzdys. 
 
2.16 pav. 5 taisykl÷s taikymo pavyzdys 
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6 taisykl÷. Išrinkus iš schemos R , turinčio atributą A , santykio r  kortežų poaibį 1r , 
VAtrt Θ⇔⊆ .1 , čia Θ  – operatorius, V  – konstanta, pavaizdavus R  klase C , 1r  egzempliorius 
priskyrus klasei 1C , gaunama, kad 1C  paveldi C . (2.17 pav.) pateikiamas taisykl÷s taikymo 
pavyzdys. 
 
2.17 pav. 6 taisykl÷s taikymo pavyzdys 
2.4. Schemų integracija 
2.4.1. Bendrinis integracijos modelis 
Literatūroje (Schmitt, 1995), (Schmitt, 1996) aprašytas algoritmas schemoms integruoti. 
Algoritmo naudojamas kanoninis duomenų modelis vadinamas bendriniu integracijos modeliu. 
Bendrinis integracijos modelis remiasi schemų dekompozicija: atliekamas schemų klasių 
egzempliorių suskaidymas į klases (angl. extension decomposition) ir schemos atributų 
dekompozicija (angl. intension decomposition). Transformacija į kanoninį modelį vykdoma pagal 
tokį algoritmą: 
1 etapas (egzempliorių klasių išskyrimas). Šiame etape visi schemų klasių egzemplioriai 
išskaidomi į klases taip, kad kiekvienas egzempliorius priklausytų tik vienai klasei. Egzempliorių 
klas÷s sunumeruojamos. 
2 etapas (atributų grupių išskyrimas). Šiame etape visi atributai suskaidomi į grupes. Tai 
pačiai grupei priklausantys atributai priklauso tai pačiai klasių aibei. Atributų grup÷s 
sunumeruojamos. 
3 etapas (lentel÷s sudarymas). Užpildoma lentel÷, kurios stulpeliuose yra egzempliorių 
klasių numeriai, eilut÷se – atributų grupių numeriai, ląstel÷se „X“, jei egzempliorius iš 
egzempliorių klas÷s (stulpelyje) turi atributus iš atributų grup÷s (eilut÷je). 
Pateikiamas pavyzdys, kaip integracijos algoritmas taikomas (2.18 pav.) pavaizduotoms 
objektin÷ms schemoms integruoti. Pirma schema skirta informacija apie universiteto studentus 
saugoti: saugojamas studento bilieto numeris, asmens kodas, gimimo data. Magistrantų 
papildomai saugojamas magistrinio darbo temos pavadinimas. Antroji schema skirta universiteto 
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organizuojamos konferencijos dalyvių informacijai saugoti: saugojamas jų asmens kodas. Kai 
kurie konferencijos dalyviai yra praneš÷jai. Saugojama kiekvieno konferencijos praneš÷jo tema ir 
pranešimo laikas. Studentai konferencijoje dalyvauti negali, išskyrus magistrantus (jų 
dalyvavimas neprivalomas), kurie yra praneš÷jai ir kurių pranešimo tema privalo sutapti su 
magistrinio darbo tema. 
 
2.18 pav. Integruojamų objektinių schemų UML diagrama 
Suskaidžius klasių egzempliorius į nesusikertančias klases, gaunama, kad (1) klasei 
priklauso studentai ne magistrantai, (2) klasei priklauso magistrantai nedalyvaujantys 
konferencijoje, (3) klasei priklauso magistrantai konferencijos praneš÷jai, (4) klasei priklauso 
konferencijos praneš÷jai ne magistrantai, (5) klasei priklauso konferencijos dalyviai ne 
praneš÷jai. Į persidengiančias aibes suskaidyti egzemplioriai pavaizduoti (2.19 pav.). 
 
2.19 pav. Egzempliorių skaidymas į grupes 
Suskaidžius atributus į grupes, gaunama, kad (1) grupei priklauso asmens kodas, (2) grupei 
priklauso studento bilieto numeris ir gimimo data, (3) grupei priklauso magistrinio darbo arba 
pranešimo tema, (4) grupei priklauso pranešimo laikas. 
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Pavaizdavus atributus ir egzempliorių klases lentel÷je, gaunama (2.20 pav.) diagrama. 
2.4.1.1. Klasių ir paveld÷jimo ryšių išvedimas 
Iš lentel÷s galima išvesti klasių hierarchijas remiantis taisykl÷mis: 
 Poklasių egzemplioriai sudaro dalį t÷vin÷s klas÷s egzempliorių. 
 Klas÷ turi ne mažiau atributų nei jos t÷vin÷ klas÷. 
Klas÷s (2.20 pav.) apvestos stačiakampiais. 
 
2.20 pav. Klasių hierarchijos išvedimas iš bendrinio integracijos modelio schemos (1 variantas) 
Iš diagramos išvedus klases, gaunama (2.21 pav.) klasių diagrama. 
 
2.21 pav. Iš bendrinio integracijos modelio schemos išvesta klasių diagrama (1 variantas) 
Sukeitus vietomis atributų grupes, gaunama (2.22 pav.) lentel÷. 
 
2.22 pav. Klasių hierarchijos išvedimas iš bendrinio integracijos modelio schemos (2 variantas) 
Iš (2.22 pav.) lentel÷s išvedama (2.23 pav.) pavaizduota klasių hierarchija yra kitokia. 
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2.23 pav. Iš bendrinio integracijos modelio schemos išvesta klasių diagrama (2 variantas) 
2.4.2. Egzempliorių integravimas 
Loginio duomenų bazių heterogeniškumo problemai spręsti, be schemų integracijos, 
naudojama ir egzempliorių integracija. Įprastai vienos duomenų baz÷s atveju egzistuoja 1:1 
atitikimas tarp objekto ar kortežo ir realaus pasaulio objekto. Kelių duomenų bazių atveju taip 
gali ir nebūti. Skirtingi kortežai skirtingose duomenų baz÷se gali reikšti tą patį realaus pasaulio 
objektą (Lim, 1993). Atlikus schemų integraciją, schemos tampa integruotos struktūriškai, 
nustatytos atributų reikšmių sritys ir prasm÷, tačiau objektai ar kortežai, reiškiantys tas pačias 
realaus pasaulio esybes, dar n÷ra nustatyti. Pavyzdžiui, turint dvi santykių schemas skirtingose 
duomenų baz÷se Šunys={Šuns_vardas, Šuns_šeimininkas} ir Šunys={Šuns_veisl÷, 
Šeimininko_adresas} (abi schemos sudarytos tik iš raktinių atributų), be papildomos informacijos 
neįmanoma nustatyti, kurie kortežai abiejuose santykiuose reiškia tą patį šunį, nes schemos neturi 
sutampančių raktų. 
Integruojant duomenų bazes egzempliorių lygyje, sprendžiamos šios problemos:  
 Esybių identifikavimas. Esybių identifikavimo uždavinys yra nustatyti, kurie objektai ar 
kortežai skirtingose duomenų baz÷se reiškia tą patį realaus pasaulio objektą. Su esybių 
identifikavimo problema susijusi egzempliorių lygio sinonimų ir homonimų identifikavimo 
problema. Pavyzdžiui, ta pati spalva gali tur÷ti skirtingus pavadinimus (sinonimai) arba tuo pačiu 
pavadinimu gali būti vadinamos skirtingos spalvos (homonimai). 
 Atributų reikšmių konfliktai. Atributų reikšmių konfliktai iškyla, kai skirtingose 
duomenų baz÷se tas pats realaus pasaulio objektas turi skirtingas tos pačios charakteristikos 
reikšmes. 
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Literatūroje (Lim, 1993) pateikti esybių identifikavimo uždavinio sprendimo būdai: 
 Raktų reikšmių tikrinimas. Du objektai reiškia tą patį realaus pasaulio objektą, jei jų 
raktų reikšm÷s sutampa. 
 Vartotojo nurodytas atitikimas. Tam tikroje saugykloje, pavyzdžiui, santykyje, 
saugojamas atitikimas tarp duomenų baz÷se naudojamų identifikatorių ir globalių objektų 
identifikatorių. 
 Raktinių atributų reikšmių tikrinimas. Jei raktai skirtingose schemose turi bendrų 
atributų, tikrinama pagal jų reikšmes, o ne pagal visų raktų atributų reikšmes. 
 Atributų reikšmių tikrinimas. Jei skirtingose duomenų baz÷se naudojami tie patys 
atributai to paties tipo objektams apibūdinti, tikrinama, kiek šių atributų reikšmių sutampa. Jei 
sutampa daugiau reikšmių, didesn÷ tikimyb÷, kad objektai reiškia tą patį realaus pasaulio objektą. 
 Euristin÷s taisykl÷s. 
Esybių identifikavimo uždaviniui spręsti literatūroje (Lim, 1993) pasiūlytas metodas. 
Egzempliorių lygio funkcine priklausomybe (ILFD, angl. Instance Level Functional Dependency) 
vadinama taisykl÷ ).().(...).().(, 332211 bBeaAeaAeaAeEe =→=∧∧=∧=∈∀ . Egzempliorių 
lygio funkcin÷s priklausomyb÷s gali būti naudojamos nustatyti, kad du objektai skirtingose 
duomenų baz÷se reiškia ne tą patį realaus pasaulio objektą. Pavyzdžiui, 
)10.()''var.(,tiniaiNamo_augin =→=∈∀ amžiusgPifasdasgg . Iš čia išplaukia, kad 
)()10.()''var.(,tiniaiNamo_augin, 212121 ggamžiusgPifasdasggg ≠→≠∧=∈∀ . 
Literatūroje (Lim, 1993) pateiktas būdas egzempliorių ekvivalentumui nustatyti, naudojant 
išpl÷stinius raktus. Tarkim, turimos santykių schemos R  ir S  su raktais 1K  ir 2K . Tada 
išpl÷stiniu raktu vadinama atributų aib÷ AKKK ext ∪∪= 21 , unikaliai identifikuojanti 
egzempliorių. Tiems patiems objektams skirtingose duomenų baz÷se identifikuoti naudojama 
taisykl÷ )().(...).().(,, 21221121 eeaAeaAeaAeEee nn ≡→=∧∧=∧=∈∀ . Jei ne visi atributai 
egzistuoja integruojamose schemose, kartais juos galima apskaičiuoti iš kitų atributų, naudojant 
egzempliorių lygio funkcines priklausomybes. 
2.4.3. Semantinis integravimas 
Integruojant schemas, iškyla poreikis identifikuoti atributus, skirtingose schemose turinčius 
tą pačią ar panašią prasmę. Tai fundamentalus duomenų bazių integravimo klausimas (Li, 1995). 
Paprasčiausias metodas yra poromis lyginti visus atributus, tačiau d÷l didelio atributų skaičiaus 
šis metodas n÷ra praktiškas. Kitas būdas yra ieškoti panašius pavadinimus turinčių pavadinimų ir 
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laikyti juos semantiškai susijusiais. Tačiau iškyla sinonimų (semantiškai ekvivalentiški atributai 
turi skirtingus pavadinimus) ir homonimų (semantiškai skirtingi atributai turi tokius pačius ar 
panašius pavadinimus) problemos. Sinonimų problemoms spręsti gali būti sudaromos sinonimų 
lentel÷s. 
Kaip nurodyta literatūroje (Li, 1995), atributų vardų lyginimas, nors yra naudingas, n÷ra 
pakankamas schemoms integruoti. Naujesn÷s priemon÷s naudoja ne tik schemų, bet ir schemų 
egzempliorių duomenis integracijai atlikti, atributų ekvivalentumams nustatyti gali būti 
naudojamos tokios priemon÷s kaip dirbtiniai neuroniniai tinklai. Programin÷ įranga, aprašyta (Li, 
1995), ieškodama ekvivalenčių atributų, įvertina šiuos duomenis: 
 Schemos informacija. Įvertinami duomenų tipai ir įvairūs apribojimai (pirminio rakto, 
kardinalumai ir kt.). Kai kurie duomenų tipai yra panašūs, kiti skiriasi, visa tai įvertina SemInt 
programin÷ įranga. 
 Egzempliorių informacija. Surenkama kiekvieno atributo reikšmių statistin÷ informacija: 
pasiskirstymas ir kt. Įvertinami skaičių statistiniai rodikliai (vidurkis, dispersija ir kt.). 
2.5. Analiz÷s išvados 
1. Literatūros analiz÷ parod÷, kad vienareikšmiškumui integruojant schemas neskiriamas 
pakankamas d÷mesys, ne visuose modeliuose ir algoritmuose garantuojamas vienareikšmiškas 
rezultatas. Dekompozicijos algoritmas schemoms projektuoti neduoda vienareikšmiško rezultato, 
o vienareikšmiškumą garantuojantis sintez÷s metodas įvertina tik funkcines priklausomybes, 
kurių ne visada pakanka integralumo apribojimams specifikuoti. 
2. OWL modelis pasirinktas kaip konceptualusis integruotos schemos duomenų modelis, į 
kurį atvaizduojamos objektin÷s ir reliacin÷s schemos, nes ontologijos skatina dalinimąsi žiniomis, 
OWL modelis yra turtingas, standartinis (W3C rekomendacija), vienareikšmiškai suprantamas, 
formalus, jam interpretuoti yra sukurta daug programin÷s įrangos. Literatūroje n÷ra pasiūlyta 
pakankamai formalių automatizuotų metodų ir taisyklių OWL struktūroms gauti iš reliacinių. 
3. Literatūroje aprašytose transformacijose tarp įvairių duomenų modelių (taip pat ir tarp 
reliacinių ir objektinių) per mažai d÷mesio skiriama schemų transformacijoms, įvertinant 
liktin÷se duomenų baz÷se esančius duomenis, tačiau, įvertinant duomenyse egzistuojančias 
schemose nedeklaruotas priklausomybes, galima gauti tikslesnę schemą. 
4. Išanalizavus egzistuojančius algoritmus schemoms integruoti, pasteb÷ta, kad 
automatizuotas reliacinių ir objektinių schemų integravimas yra sunkiai įmanomas. Integruojant 
    33 
schemas, iškyla poreikis nustatyti sinonimus, homonimus ir pan., kurių automatizuotas 
nustatymas yra sud÷tingas. 
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3. OBJEKTINIŲ IR RELIACINIŲ SCHEMŲ INTEGRACIJOS 
MODELIS 
Šiame skyriuje aprašytas algoritmas schemoms integruoti, pasiūlytas kanoninis duomenų 
modelis (ir jo grafin÷ interpretacija), aprašyti algoritmai transformacijoms iš objektinių ir 
reliacinių į kanoninę schemą, kanoninių schemų integracijai ir pertvarkymui į struktūrinius tipus 
(naudojant modifikuotą sintez÷s metodą) bei OWL. Argumentuojama pasirinkta kanoninio 
modelio ir algoritmų struktūra, algoritmų veikimas iliustruojamas pavyzdžiais. 
3.1. Algoritmas schemoms integruoti 
Objektines ir reliacines schemas siūloma integruoti, naudojant papildytą funkcinių 
priklausomybių modelį, kur, be funkcinių priklausomybių, naudojamos jungimo/projekcijos ir 
poaibio priklausomyb÷s. Schemoms integruoti siūlomas toks algoritmas (jis grafiškai 
pavaizduotas (3.1 pav.)): 
1. Kiekvieną schemą transformuoti į kanoninį duomenų modelį, kurį sudaro atributai ir 
apribojimai. Apribojimais laikomos funkcin÷s, jungimo/projekcijos, poaibio priklausomyb÷s. 
Dalis apribojimų gali būti atkuriami tiesiogiai iš schemos, dalis gali būti schemoje nedeklaruoti ir 
rasti liktiniuose duomenyse. 
2. Komponentines schemas sujungti į vieną globalią schemą, randant atributų ir 
apribojimų sąjungą. Jungiant komponentines schemas į vieną, gali tekti pertvarkyti esamus 
apribojimus ir įvesti apribojimų tarp skirtingose schemose esančių struktūrų. 
a) Įvertinti poaibio priklausomybes tarp skirtingose duomenų baz÷se saugojamų 
egzempliorių. 
b) Schemose rasti semantiškai ekvivalenčias struktūras ir išspręsti struktūrinius 
konfliktus. 
3. Naudojant modifikuotą sintez÷s metodą, rasti struktūrinius tipus. Modifikuotas sintez÷s 
metodas struktūriniams tipams sudaryti įvertina ne tik funkcines, bet ir jungimo/projekcijos 
priklausomybes. 
4. Iš gautų struktūrinių tipų apskaičiuoti OWL struktūras ir modelį atvaizduoti OWL 
kalba. Darbe pateikiamas algoritmas OWL struktūroms išvesti iš struktūrinių tipų. OWL 
struktūrų išvedimo algoritme įvertinamos poaibio priklausomyb÷s. 
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3.1 pav. Pagrindiniai schemų integravimo algoritmo etapai 
3.2. Komponentinių schemų radimas 
3.2.1. Reliacin÷s schemos 
Funkcinių priklausomybių apskaičiavimas iš turimos reliacin÷s schemos n÷ra trivialus 
uždavinys. Paprasčiausias būdas – universaliąją schemą gauti išvardinant visų santykių schemų 
atributus, o funkcines priklausomybes išvesti tik iš rakto priklausomybių – gerai veikia tik esant 
paprastoms schemoms (kai dvi santykių schemas jungia tik viena išorinio rakto priklausomyb÷, o 
schemoje n÷ra ciklų). 
Projektuojant reliacinę schemą dekompozicijos ar sintez÷s metodu, funkcin÷s 
priklausomyb÷s tarp atributų nurodomos kiekvienai rolei, pavyzdžiui, naudojami atributai 
Vyro_pavard÷, Žmonos_pavard÷, funkcin÷ priklausomyb÷ Vyro_pavard÷ → Žmonos_pavard÷. 
Realiai egzistuojančiose schemose vyro pavard÷ ir žmonos pavard÷ gali būti saugojamos toje 
pačioje santykio schemoje Žmogus kaip atributas Pavard÷. Neretai reliacin÷se schemose dvi 
santykių schemos siejamos daugiau nei viena išorinio rakto priklausomybe. Projektuojant 
duomenų baz÷s schemą dekompozicijos ar struktūrinių tipų sintez÷s metodais, beveik niekada 
negaunama, kad dviejų santykių schemas sietų daugiau nei vienas išorinio rakto ryšys, tačiau 
praktikoje tokios situacijos n÷ra retos. Reliacin÷s schemos įprastai projektuojamos intuityviai, 
naudojant nusistov÷jusias dalykin÷s srities sąvokas (konceptus). Konceptams kuriamos santykių 
schemos su jas charakterizuojančiais atributais, ryšiams tarp konceptų realizuoti kuriami atributai 
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ar santykių schemos (tai priklauso nuo ryšių kardinalumo). Taip projektuojant, neretai gaunama, 
kad dvi santykių schemos tarpusavyje turi daugiau nei vieną ryšį. 
3.2.1.1. Funkcin÷s priklausomyb÷s 
Reliacin÷je teorijoje naudojama sąvoka „funkcin÷ priklausomyb÷“ skiriasi nuo įprastos 
matematin÷s funkcijos. Funkcin÷ priklausomyb÷ YX →  nereiškia, kad funkcija YX →  yra 
pilnoji ar surjekcija. Matematikoje YXf →:  laikoma pilnąja funkcija, jei Xx∈∀  egzistuoja 
Yxf ∈)( , Y  vadinamas kodomenu, aib÷ YXxxf ⊆∈ }:)({  – reikšmių sritimi, aib÷ X  – 
apibr÷žimo sritimi. Daline funkcija YXf →:  vadinama funkcija, kuriai Yxf ∈)(  egzistuoja ne 
Xx∈∀ , o tik tam tikroms reikšm÷ms. Funkcija ar dalin÷ funkcija YXf →:  vadinama 
surjekcija, jei jos kodomenas ir reikšmių sritis sutampa YXxxf =∈ }:)({ . Taigi reliacin÷je 
teorijoje funkcin÷ priklausomyb÷ YX →  reiškia, kad Xx∈∀  priskiriama viena reikšm÷ Yy∈  
arba nepriskiriama n÷ vienos. Funkcin÷s priklausomyb÷s grafin÷ interpretacija pateikiama (3.2 
pav.). 
 
3.2 pav. Funkcin÷s priklausomyb÷s grafin÷ interpretacija 
Turint reliacinę schemą, neanalizuojant duomenų, funkcines priklausomybes iš reliacin÷s 
schemos galima atkurti taip: kiekviena rakto priklausomyb÷ yra funkcin÷ priklausomyb÷. Jei 
santykio schemoje R  X  yra pirminis raktas, teisinga funkcin÷ priklausomyb÷ RX → . 
Atsižvelgiant į tai, kad funkcin÷ priklausomyb÷ reliacin÷je teorijoje atitinka dalinę funkciją, 
kiekvienas unikalumo apribojimas (dažniausiai praktikoje realizuojamas kaip unikalus indeksas) 
santykio schemoje R  taip pat apibr÷žia funkcinę priklausomybę RX → . Pavyzdžiui, turint 
santykio schemą Asmuo={Asmens_kodas, Vardas, Pavard÷, Studento_bilieto_numeris}, kuriame 
pirminis raktas yra Asmens_kodas, o unikalus neprivalomas laukas – Studento_bilieto_numeris, 
teisingos funkcin÷s priklausomyb÷s Asmens_kodas → Vardas, Pavard÷, 
Studento_bilieto_numeris ir Studento_bilieto_numeris → Vardas, Pavard÷, Asmens_kodas, nors 
santykyje ne visi įrašai skirti studentams. 
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3.2.1.2. Vaidmenys ir poaibio priklausomyb÷s 
(3.3 pav.) pavaizduotas atvejis, kai iš funkcinių priklausomybių aib÷s (a) gaunama schema 
(b). Didel÷ tikimyb÷, kad praktikoje šiuo atveju bus naudojama schema (c), kurioje du laukai 
(Vyro_kodas, Žmonos_kodas) bus susieti išorinio rakto ryšiu su asmenų santykio schema. 
 
3.3 pav. FP aib÷ (a), iš jos gauta reliacin÷ schema (b) ir supaprastinta schema (c) 
Bandant atkurti funkcinių priklausomybių aibę iš reliacin÷s schemos (c), iškyla problema: 
nors santykio schema Santuoka yra susieta išorinio rakto ryšiais su santykio schema Asmuo, 
negalima teigti, kad teisinga funkcin÷ priklausomyb÷ Santuoka.Vyro_kodas → 
Asmuo.Asmens_kodas, nes kiekvieną santuoką galima sieti su dviem asmenimis ir dviem asmens 
kodais (santuoka siejama su asmeniu, kai asmuo yra vyras arba žmona). Kiekvienai rolei 
dubliuojant atributus, atributų skaičius, atkūrus funkcines priklausomybes, sparčiai auga. (3.4 
pav.) parodyta, kaip išauga telefono numerio ir operatoriaus atributų skaičius (telefono numeris 
turi du vaidmenis asmens atžvilgiu, o asmuo turi du vaidmenis santuokos atžvilgiu, taigi telefono 
numerio atributai pasikartoja 422 =×  kartus). 
 
3.4 pav. Iš reliacin÷s schemos (a) atkurta universalioji schema (b) su FP aibe 
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Ryšiams tarp santykių schemų sudarant ciklus, tokiu būdu atkurti funkcines 
priklausomybes apskritai neįmanoma, nes tam reiktų be galo daug atributų. Paprasčiausias ciklas 
reliacin÷je schemoje yra rekursyvus santykio schemos ryšys su savimi. Praktikoje tokios 
struktūros yra dažnos, ypač tada, kai objektai, kurių informacija saugojama, susiję hierarchiniais 
ryšiais. (3.5 pav.) pateikiamas hierarchin÷s struktūros pavyzdys: katalogų medis. 
 
3.5 pav. Iš reliacin÷s schemos (a) atkurta universalioji schema (b) su FP aibe 
Sprendžiant šią problemą, siūloma santykių schemas nagrin÷ti, atsižvelgiant į jų vaidmenis 
(roles) ryšiuose su kitomis santykių schemomis. Nagrin÷jant reliacinę schemą, vaidmenims 
suteikti pavadinimus galima taip: jei FK  – išorinio rakto priklausomyb÷s tarp santykių schemų 
R  ir S  apribojimo pavadinimas (daugumoje reliacinių duomenų bazių valdymo sistemų išorinio 
rakto ryšiai turi pavadinimus), kuriame santykio schema R  yra pagrindin÷, o S  – detalioji, tai 
FK  vadinamas santykio schemos R  vaidmeniu. Siūloma funkcines priklausomybes iš reliacin÷s 
schemos atkurti taip: 
1. Iš kiekvienos santykio schemos atkurti rakto/unikalaus atributų rinkinio 
priklausomybes (santykio schema be vaidmens). Iš kiekvienos santykio schemos 
},...,,{ 21 nAAAR =  atkurti funkcines priklausomybes RXRXRX m →→→ ,...,, 21 , čia 
},...,,{
21 riiii
AAAX = , mi ,...,2,1=  – santykio schemos identifikatoriai.  
2. Analizuojant kiekvieną santykio schemos vaidmenį, kopijuoti atributus ir funkcines 
priklausomybes, atkurtas iš santykio schemos be vaidmens, t.y. santykio schemos 
},...,,{ 21 nAAAR =  vaidmeniui FK  sukurti funkcines priklausomybes 
'',...,'','' 21 RXRXRX m →→→ , čia }',...,','{' 21 riiii AAAX = , mi ,...,2,1= , }',...,','{' 21 nAAAR = . 
3. Sujungti sinonimus, išsaugant funkcines priklausomybes. Jei santykio schemos R  ir S  
yra susietos išorinio rakto priklausomybe FK , santykis R  yra pagrindinis, o S  – detalusis, 
išorinio rakto priklausomyb÷ FK  apriboja ),...,,( 21 nXXX , SX i ∈  reikšmes taip, kad jos yra 
),...,,( 21 nYYY , RYi ∈  poaibis, tai iX  ir iY  FK  vaidmenyje yra sinonimai ir juos galima sujungti. 
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4. Įvertinant vaidmenis, kopijuotus atributus }',...,','{' 21 nAAAR =  susieti poaibio 
priklausomybe su atributais },...,,{ 21 nAAAR = , gautais analizuojant santykio schemą be 
vaidmens: ),...,,()',...,','( 2121 nn AAAAAA ⊆  (siūloma tokią poaibio priklausomybę vadinti 
sud÷tine poaibio priklausomybe). Iš ),...,,()',...,','( 2121 nn AAAAAA ⊆  išplaukia ii AA ∈' . Jei 
poaibio priklausomyb÷ yra dvikrypt÷, t.y. ),...,,()',...,','( 2121 nn AAAAAA ⊆  ir 
)',...,','(),...,,( 2121 nn AAAAAA ⊆ , atributai iA , 'iA , ni ,...,2,1=  yra sinonimai ir juos galima 
sujungti. 
Bendru atveju tas pats atributų rinkinys gali dalyvauti keliose išorinio rakto 
priklausomyb÷se. (3.6 pav.) pavyzdyje atributas Firma-Pirk÷jas.Subjekto_numeris yra susietas 
dviem išorinio rakto priklausomyb÷m su Pirk÷jas.Subjekto_numeris ir Firma.Subjekto_numeris.  
 
3.6 pav. Reliacin÷ schema: firmos-pirk÷jo numeris dalyvauja dviejuose išorinio rakto ryšiuose 
Pateikiamas algoritmo taikymo pavyzdys. Iš schemos (3.7 pav.) gaunama schema (3.8 
pav.), kurioje pažym÷tos funkcin÷s ir poaibio priklausomyb÷s bei sinonimai. 
 
3.7 pav. Reliacin÷ schema, kurioje Asmuo turi tris vaidmenis 
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3.8 pav. Iš reliacin÷s schemos gauta universalioji schema su apribojimais 
(3.9 pav.) pateikiama schema, gauta sujungus sinonimus. Šioje schemoje jau pavaizduota ir 
jungimo/projekcijos priklausomyb÷ (jungimo/projekcijos priklausomyb÷s aptariamos 3.2.1.3 
skyriuje). Pažym÷tina, kad, sujungus sinonimus, jungimo/projekcijos komponentai, kuriems 
priklauso sinonimai, n÷ra sujungiami. 
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3.9 pav. Universalioji schema, gauta sujungus sinonimus (pavaizduota JP priklausomyb÷) 
Min÷tame algoritme santykio schemai suteikiamas vaidmuo kiekvienam išorinio rakto 
ryšiui, kuriame santykio schema dalyvauja kaip pagrindin÷. Apibendrinant algoritmą, ryšiams 
vaidmenis galima priskirti, įvertinant keletą išorinio rakto ryšių. Turint (3.7 pav.) schemą, 
įvertinant du išorinio rakto ryšius, asmens vaidmenys būtų „vyro t÷vas“, „žmonos t÷vas“, „t÷vo 
t÷vas“, o miesto vaidmenys – „vyro gimimo miestas“, „žmonos gimimo miestas“, „t÷vo gimimo 
miestas“.  
3.2.1.3. Daugiareikšm÷s ir jungimo/projekcijos priklausomyb÷s 
Atkurti daugiareikšmes ir jungimo/projekcijos priklausomybes iš duomenų bazių galima 
analizuojant duomenis. Šių priklausomybių radimo iš egzistuojančių duomenų algoritmai 
aprašomi literatūroje (Flach, 1999). Paprasčiausia jungimo projekcijos priklausomybę rasti 
nagrin÷jant jau egzistuojančią schemą (ją galima interpretuoti kaip „supjaustytą“ universaliąją 
schemą): visi atributai yra universalioji schema, o jungimo/projekcijos priklausomyb÷s 
komponentai – reliacin÷s schemos santykių schemos. Kadangi siūlomame modelyje kiekvienam 
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santykio schemos vaidmeniui kopijuojami atributai, nukopijuoti atributai taip pat yra 
jungimo/projekcijos priklausomyb÷s komponentai. Iš reliacin÷s schemos (3.7 pav.) gauta 
jungimo/projekcijos priklausomyb÷ pavaizduota (3.9 pav.). Tam tikrais atvejais kai kurie 
jungimo/projekcijos komponentai netur÷s bendrų atributų su kitais komponentais, tačiau pagal 
apibr÷žimą nereikalaujama, kad jungimo/projekcijos komponentai tur÷tų bendrų atributų (Maier, 
1983). 
Gali kilti klausimas, ar reliacin÷se duomenų baz÷se yra daug duomenyse egzistuojančių, 
tačiau iš schemų neišvedamų daugiareikšmių ir jungimo/projekcijos priklausomybių (ypač šis 
klausimas aktualus OLTP sistemose). Praktikoje dažnai reliacinių duomenų bazių materialios 
lentel÷s būna normalizuotos iki 5NF (taigi duomenyse pasl÷ptų daugiareikšmių ar 
jungimo/projekcijos priklausomybių jose n÷ra), tačiau virtualios lentel÷s (angl. views) 
normalizuotos būna rečiau. Virtualios lentel÷s taip pat yra schemos dalis ir gali būti naudojamos, 
integruojant schemas. Įvairiuose programiniuose produktuose darbas su fizin÷mis ar virtualiomis 
lentel÷mis iš esm÷s niekuo nesiskiria. Pavyzdžiui, Java JDBC API ir Oracle TopLink (TopLink, 
2006) skiriamos tokios lentelių rūšys: lentel÷s, virtualios lentel÷s, sinonimai, tačiau 
programuotojas su jomis dirba taip pat. 
3.2.2. Objektin÷s schemos 
Reliacin÷s schemos yra skurdžios, jų santykių schemos tarpusavyje siejamos išorinio rakto 
ryšiais. Vieną išorinio rakto priklausomybę atitinka viena asociacija tarp santykių schemų. 
Funkcinių priklausomybių atkūrimas iš objektin÷s schemos yra sud÷tingesnis. Ryšys gali būti 
dvikryptis, t.y. pirma klas÷ gali tur÷ti antros klas÷s tipo atributą, o antra klas÷ – pirmos klas÷s tipo 
atributą, tačiau gali būti ir vienkryptis. Iškyla problema nustatyti, ar ryšys iš pirmos klas÷s į 
antrąją ir iš antrosios į pirmąją yra tas pats. 
Dvikryptį ryšį iliustruoti galima pavyzdžiu: klas÷ Studentas turi D÷stytojo tipo atributą 
Magistrinio_vadovas, o D÷stytojas turi daugiareikšmį atributą Vadovaujami_magistrantai. 
Vienkrypčio ryšio atveju D÷stytojas netur÷tų daugiareikšmio atributo Vadovaujami_magistrantai. 
Tačiau d÷stytojas gali tur÷ti ryšį su studentais Vadovaujami_bakalaurantai. 
Vadovaujami_magistrantai ir Magistrinio_vadovas reiškia tą patį ryšį, o 
Vadovaujami_bakalaurantai ir Magistrinio_vadovas – skirtingą. Ar du ryšio galai priklauso tam 
pačiam ryšiui, galima nustatyti, analizuojant sukauptus duomenis. Šią informaciją taip pat gali 
suteikti dalykin÷s srities ekspertas. Įvairiuose ORM (angl. Object-Relational Mapping) paketuose 
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ar specifikacijose, UML klasių diagramose, OWL yra priemon÷s žym÷ti, ar du ryšio galai 
priklauso tam pačiam ryšiui. 
3.2.2.1. Atributai ir apribojimai 
Poaibio, funkcin÷s ir jungimo/projekcijos priklausomyb÷s iš objektin÷s schemos 
atkuriamos pagal šį algoritmą: 
1. Identifikuojami visi ryšiai tarp klasių. Ryšiai tarp klasių pagal kardinalumą 
(neįvertinant privalomumo) skirstomi į „vienas-vienas“, „vienas-daug“ ir „daug-daug“, kiekvieno 
ryšio galas gali tur÷ti kardinalumą „vienas“ ir „daug“. Jei klas÷s kardinalumas ryšyje yra 
„vienas“, atributas klas÷je sukuriamas, priešingu atveju pašalinamas. 
2. Kiekvienai klasei surandami unikalūs atributų rinkiniai ir deklaruojamos funkcin÷s 
priklausomyb÷s: visi atributai funkciškai priklauso nuo unikalių atributų. Tam tikrais atvejais 
(pavyzdžiui, klas÷ neturi atributų arba visi atributai neidentifikuoja egzemplioriaus) unikaliu 
atributu gali būti objektinis identifikatorius. 
3. Esant klasių apibendrinimo hierarchijai, paveldinti klas÷ paveldi visus atributus iš 
bazin÷s klas÷s, atributai kopijuojami, sukuriamos sud÷tin÷s poaibio priklausomyb÷s. Objektin÷je 
schemoje egzistuojančios supertipo/subtipo priklausomyb÷s modeliuojamos kaip poaibio 
priklausomyb÷s. 
4. Kiekvienam klas÷s vaidmeniui, kai klas÷s kardinalumas ryšyje yra „daug“, t.y. kai 
ryšiu susijusi klas÷ turi vienareikšmį atributą ryšiui, atributai kopijuojami, nukopijuoti atributai 
sujungiami poaibio priklausomybe su klas÷s atributais. 
5. Kiekvienam „daug-daug“ ryšiui kopijuojami atributai iš kiekvienos klas÷s ir 
sujungiami atitinkamomis poaibio priklausomyb÷mis. Kitame algoritmo etape randama 
jungimo/projekcijos priklausomyb÷ turi įvertinti šį „daug-daug“ ryšį. 
6. Nustatomos jungimo projekcijos priklausomyb÷s. Viena jungimo/projekcijos 
priklausomyb÷ gali būti randama taip: JPP komponentus sudaro kiekvienos klas÷s atributai 
(įskaitant ir paveld÷tus atributus) ir kiekvienam vaidmeniui kopijuoti atributai. 
Pateikiamas integracijai tinkamo modelio atkūrimo iš objektin÷s schemos pavyzdys. (3.10 
pav.) pateikta objektin÷ schema. 
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3.10 pav. Objektin÷ schema 
(3.11 pav.) pateikiamas iš min÷tos schemos atkurtas integruojamas kanoninis duomenų 
modelis. Klasei Asmuo atributai nukopijuoti du kartus (savininko ir naudotojo vaidmenys), 
klas÷ms Vyras ir Žmona – po kartą (santuokos vaidmuo), klasei Automobilis – taip pat vieną kartą 
(naudojamo automobilio vaidmuo). 
    45 
 
3.11 pav. Iš objektin÷s schemos atkurta kanonin÷ schema 
3.3. Schemų integracija 
3.3.1. Semantiškai ekvivalenčių struktūrų radimas 
Kelių duomenų bazių schemos ir duomenų baz÷se saugojama informacija gali persidengti. 
Jose gali būti panašią prasmę turinčių skirtingų struktūrų – atributų (objektin÷se ir reliacin÷se), 
klasių (objektin÷se), santykių schemų (reliacin÷se schemose). Sąvoka „Miestas“ vienoje 
schemoje gali būti vaizduojama kaip atributas, o kitoje – kaip klas÷ ar santykio schema, turinti 
daug atributų. Sprendžiant struktūrinius konfliktus, atitiktis randama tarp atributų. Jei vienoje 
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schemoje sąvoką atitinka santykio schema, kitoje – atributas, randamas ryšys tarp pirmosios 
schemos atributų ir antrosios schemos atributo. 
(3.12 pav.) parodytose schemose schemos (a) atributas Miestas semantiškai ekvivalentus 
schemos (b) atributui Miesto_pavadinimas, nors sąvokai „Miestas“ schemoje (a) skirtas atributas, 
o schemoje (b) – santykio schema. 
 
3.12 pav. Struktūrinis konfliktas tarp schemų (a) ir (b) 
Integravus schemas (gavus atributų ir apribojimų sąjungą) ir išsprendus šį konfliktą 
gaunama schema (3.13 pav.). 
 
3.13 pav. Integruota schema, išsprendus struktūrinį konfliktą 
3.3.2. Federacin÷s schemos radimas 
Gavus komponentines schemas, schemos integruojamos, „užklojamos“ viena ant kitos. 
Nustatomos poaibio priklausomyb÷s tarp skirtingose schemose esančių atributų grupių. Atributai 
iš dviejų schemų sujungiami (t.y. iš kelių gaunamas vienas atributas), jei egzistuoja abipus÷s 
poaibio priklausomyb÷s tarp atributų. Atliekant schemų integraciją, perskaičiuojami apribojimai.  
Funkcin÷s priklausomyb÷s siejamos su atributais, kurie yra universaliosios schemos 
poaibis, ir, papildžius universaliąją schemą naujais atributais, išlieka teisingos. 
Jungimo/projekcijos priklausomyb÷s apima visą universaliąją schemą, tod÷l, ją papildžius naujais 
atributais, jungimo/projekcijos priklausomyb÷s komponentus reikia modifikuoti. Jei schemoje R  
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teisinga funkcin÷ priklausomyb÷ YX → , RX ⊆ , RY ⊆ , tai ji bus teisinga ir schemoje AR∪ , 
tačiau schemoje R  teisinga jungimo/projekcijos priklausomyb÷ ],...,[* 1 nRR  nebus teisinga 






Integruojant komponentines schemas, funkcines priklausomybes perskaičiuoti n÷ra sunku, 
integruojant išlieka tos pačios funkcin÷s priklausomyb÷s: randama funkcinių priklausomybių 
sąjunga. Universalų jungimo/projekcijos priklausomybių perskaičiavimo algoritmą pateikti 
sunku, jis gali būti atliekamas dalykin÷s srities eksperto intuityviai. (3.14 pav.) pateikiamas 
schemų integracijos pavyzdys. 
 
3.14 pav. Schema (c), gauta integravus reliacinę (a) ir objektinę (b) schemas 
Įvairiose schemose tos pačios struktūros gali tur÷ti tą pačią ar panašią prasmę. Pavyzdžiui, 
vienoje schemoje vaikas gali tur÷ti t÷vą ir motiną, o kitoje žmogus gali tur÷ti glob÷jus. 
Akivaizdu, kad glob÷jų ir t÷vų aib÷s persidengia. Tokiu atveju, kai neegzistuoja poaibio 
priklausomyb÷ bent viena kryptimi, atributų suliejimas pagal siūlomą algoritmą yra neįmanomas 
(kituose modeliuose, pavyzdžiui, bendriniame integracijos modelyje, egzempliorių persidengimo 
problema yra išspręsta). 
3.4. Struktūrinių tipų radimas 
Struktūrinių tipų sintez÷s algoritmas pateikiamas literatūroje (Paradauskas, 2002), (Maier, 
1983). Šis algoritmas leidžia vienareikšmiškai suprojektuoti 3NF reliacinę schemą be turimų 
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funkcinių priklausomybių nuostolių. Šio algoritmo id÷ja yra minimizuoti turimas funkcines 
priklausomybes ir iš jų tiesiogiai išvesti struktūrinius tipus – vienas struktūrinis tipas skiriamas 
vienai sud÷tinei funkcinei priklausomybei. Radus struktūrinius tipus, jei reikia, randamas 
universalusis struktūrinis tipas. Literatūroje pateikiama universaliojo struktūrinio tipo sąvoka 
atitinka universalųjį raktą – t.y. nuo jį sudarančių atributų funkciškai priklauso visi 
universaliosios schemas atributai. Struktūrinių tipų sintez÷s algoritmo trūkumas yra tai, kad jis 
neįvertina daugiareikšmių ir jungimo/projekcijos priklausomybių, laikoma, kad tokios funkcin÷s 
priklausomyb÷s neegzistuoja. 
Neretai universalusis raktas turi aiškią prasmę. Pavyzdžiui, turint funkcines priklausomybes 
Vardas, Pavard÷ → Gimimo miestas, Vardas → Vardadienis, iš funkcinių priklausomybių 
tiesiogiai gaunami struktūriniai tipai. Universalusis schemos raktas Vardas, Pavard÷ yra 
suprantamas ir turi aiškią prasmę. Tačiau, turint duomenis, kurie tarpusavyje nesusiję arba sudaro 
tarpusavyje nesusijusias susijusių atributų grupes, universaliojo schemos rakto prasm÷ n÷ra aiški. 
Turint funkcines priklausomybes Vardas, Pavard÷ → Asmens_kodas ir M÷nuo, Diena → 
Dienos_ilgis, gaunamas universalusis struktūrinis tipas ir universalusis raktas Vardas, Pavard÷, 
M÷nuo, Diena n÷ra suprantamas. Šiuo atveju egzistuoja jungimo/projekcijos priklausomyb÷ 
*[Vardas, Pavard÷, Asmens kodas; M÷nuo, Diena, Dienos_ilgis], tod÷l universalųjį struktūrinį 
tipą tur÷ti neprasminga. Turint funkciškai nesusietus atributus (Prek÷, Sand÷lis, Operacija) ir 
neturint funkcinių priklausomybių, naudojant sintez÷s metodą, negaunama jokio kito struktūrinio 
tipo, universalusis struktūrinis tipas (Prek÷, Sand÷lis, Operacija) akivaizdžiai yra reikalingas. 
Tokioje schemoje egzistuoja daugiareikšm÷s priklausomyb÷s Prek÷ >> Sand÷lis, Prek÷ >> 
Operacija (jungimo/projekcijos priklausomyb÷ *[Prek÷, Sand÷lis; Prek÷, Operacija]). 
Akivaizdu, kad reliacin÷ schema {{Prek÷, Sand÷lis}, {Prek÷, Operacija}} yra geresn÷ nei 
{Prek÷, Sand÷lis, Operacija}. 
Siūloma struktūrinių tipų sintez÷s metodą pakeisti taip, kad būtų įvertinamos 
jungimo/projekcijos priklausomyb÷s. Kadangi kiekviena daugiareikšm÷ priklausomyb÷ yra 
jungimo/projekcijos priklausomyb÷, įvertinant jungimo/projekcijos priklausomybes, 
daugiareikšm÷s priklausomyb÷s taip pat bus įvertinamos. Nesant jungimo/projekcijos 
priklausomybių, algoritmas tur÷tų veikti „ne prasčiau“, t.y. universalusis struktūrinis tipas tur÷tų 
būti sukuriamas. 
Algoritmą siūloma papildyti veiksmais, atliekamais apskaičiavus struktūrinius tipus.  
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1. Pašalinti visas iš funkcinių priklausomybių išvedamas ir trivialiąsias 
jungimo/projekcijos priklausomybes – funkcin÷s priklausomyb÷s įvertinamos standartiniame 
struktūrinių tipų sintez÷s metode. 
2. Jei n÷ra n÷ vienos jungimo/projekcijos priklausomyb÷s universaliojoje schemoje, rasti 
universalųjį struktūrinį tipą. Jei universaliojo struktūrinio tipo atributai ekvivalentūs anksčiau 
rasto struktūrinio tipo identifikatoriui, universalusis struktūrinis tipas su juo sujungiamas. 
3. Neišvedamas jungimo/projekcijos priklausomybes pertvarkyti taip, kad būtų gautas kuo 
mažesnis jungimo/projekcijos priklausomybių skaičius. (3.15 pav.) parodyta jungimo/projekcijos 
priklausomyb÷ *[Prek÷, Operacija; Prek÷, Sand÷lis, Kiekis; Asmuo, Hobis; Asmuo, Darboviet÷], 
gauta sujungus jungimo/projekcijos priklausomybes *[Prek÷, Operacija; Prek÷, Sand÷lis, Kiekis; 
Asmuo, Hobis, Darboviet÷] ir *[Asmuo, Hobis; Asmuo, Darboviet÷; Prek÷, Operacija, Sand÷lis, 
Kiekis]. 
4. Kiekvienos jungimo/projekcijos priklausomyb÷s kiekvienam komponentui sukurti 
struktūrinį tipą },...,,{ 21 nTTTT = . Jei neegzistuoja iT , },...,1{ ni∈  toks, kad TTT i →\ , 
struktūrinį tipą palikti, priešingu atveju, struktūrinį tipą pertvarkyti – pašalinti atributą iT  ir iš 
naujo ieškoti atributo, kurį galima būtų pašalinti. 
Pateikiamas algoritmo taikymo pavyzdys, kai turimos funkcin÷s ir jungimo/projekcijos 
priklausomyb÷s, parodytos (3.15 pav.). 
 
3.15 pav. Funkcin÷s ir jungimo/projekcijos priklausomyb÷s 
Struktūrinių tipų sintez÷s algoritmo metu gaunamas struktūrinis tipas (Prek÷, Sand÷lis) → 
Kiekis ir universalusis struktūrinis tipas (Prek÷, Sand÷lis, Operacija, Asmuo, Hobis, Darboviet÷). 
Kadangi egzistuoja jungimo/projekcijos priklausomyb÷, neieškoma universaliojo struktūrinio 
tipo. Iš jungimo/projekcijos priklausomyb÷s randami struktūriniai tipai (Prek÷, Operacija), 
(Prek÷, Sand÷lis, Kiekis), (Asmuo, Hobis), (Asmuo, Darboviet÷). Kadangi (Prek÷, Sand÷lis) → 
(Prek÷, Sand÷lis, Kiekis), struktūrinis tipas (Prek÷, Sand÷lis, Kiekis) keičiamas į (Prek÷, 
Sand÷lis). Tačiau jau egzistuoja struktūrinis tipas (Prek÷, Sand÷lis) → Kiekis su tuo pačiu 
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identifikatoriumi (Prek÷, Sand÷lis), šie du struktūriniai tipai suliejami į vieną (Prek÷, Sand÷lis) → 
Kiekis. Gaunami (3.16 pav.) parodyti struktūriniai tipai 
 
3.16 pav. Funkcin÷s ir jungimo/projekcijos priklausomyb÷s 
3.5. OWL struktūrų radimas 
Pagrindin÷s OWL struktūros yra klas÷s ir savyb÷s (angl. properties). Savyb÷s suprantamos 
kaip funkcijos (vienareikšm÷s ar daugiareikšm÷s), turinčios apibr÷žimo ir reikšmių sritį. 
Atvaizduojant integruotą kanoninį modelį į OWL, naudojamos šios OWL struktūros ir 
apribojimai: owl:Class (klas÷s), rdfs:subClassOf (paveld÷jimui tarp klasių), owl:ObjectProperty 
(klas÷s savyb÷, atributas), rdfs:domain, rdfs:range (klas÷ms priskirti atributus ir ryšius), 
rdfs:subPropertyOf (klasių hierarchijos atveju savyb÷ms specializuoti), owl:InverseFunctional 
(atributų unikalumui nurodyti), owl:inverseOf (ryšiams identifikuoti, t.y. atskirti, ar du ryšio galai 
priklauso tam pačiam ryšiui), owl:functional (maksimaliam atributų kardinalumui nurodyti, t.y. 
nurodyti, ar klas÷s atributas vienareikšmis, ar daugiareikšmis). 
Siekiant išvesti objektines struktūras ir modelį atvaizduoti OWL kalba, struktūriniai tipai 
pertvarkomi pagal šias taisykles: 
1. Kiekvienam atributui sukuriama klas÷ su šiuo atributu. Struktūriniuose tipuose 
atributams priskiriamas tipas – atributo klas÷. Šis žingsnis reikalingas d÷l OWL savitumo: ryšiai 
tarp klasių suprantami kaip funkcijos, o funkcijų apibr÷žimo ir reikšmių sritimis gali būti klas÷s. 
(3.17 pav.) parodyta, kaip, esant (a) jungimo/projekcijos priklausomybei, gaunami struktūriniai 
tipai (b), kiekvienam atributui sukuriama klas÷ (c). Jungimo/projekcijos priklausomyb÷s prasm÷ 
pavyzdyje tokia: santuoka tam tikrais metais yra palanki, jei palankios visos šios poros: vyro 
zodiako ženklas-žmonos zodiako ženklas, vyro zodiako ženklas-santuokos metai, žmonos 
zodiako ženklas-santuokos metai. 
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3.17 pav. JP priklausomyb÷ (a), sintez÷s metodu gauti (b) ir pertvarkyti (c) struktūriniai tipai 
2. Kiekvienam ryšiui (struktūrinio tipo identifikatoriui) sukuriama klas÷, jei jį sudaro 
daugiau nei vienas atributas. Pavyzdžiui, struktūrinio tipo (Telefono_kodas, Telefono_numeris) 
→ Operatorius identifikatoriui tur÷tų būti sukurta klas÷ iš atributų Telefono_kodas, 
Telefono_numeris. Sukuriamos atributų asociacijos su (1) žingsnyje gautomis klas÷mis. 
3. Kiekvienam struktūriniam tipui sukuriama klas÷. Kiekvienas struktūrinio tipo 
identifikatorius keičiamas atributu, kurio reikšmių sritis – viena iš (1) arba (2) žingsnyje sukurtų 
klasių. Pavyzdžiui, turint struktūrinį tipą (Telefono_kodas, Telefono_numeris) → Operatorius, 
dvejetas Telefono_kodas, Telefono_numeris tur÷tų būti pakeistas vienu atributu – Telefonas. 
Klas÷s 1C  neidentifikuojanti atributų grup÷, susieta poaibio priklausomybe su klase 2C , keičiama 
vienu tos klas÷s tipo atributu, jei į ją įeina 2C  identifikatorius. Taip užtikrinama, kad kiekvienoje 
asociacijoje tarp klasių dalyvautų tik vienas atributas. 
4. Įvertinant poaibio priklausomybes tarp atributų, sukuriama klasių hierarchija. Klas÷ 1C  
paveldi klasę 2C , jei bent vienas 1C  identifikatorius poaibio priklausomybe susietas su bent 
vienu 2C  identifikatoriumi ir sud÷tin÷ poaibio priklausomyb÷, iš kurios išvedami šie ryšiai, yra 
vienintel÷. Jei  keli 1C  identifikatoriai susieti poaibio priklausomyb÷mis su 2C  identifikatoriais ir 
šie susiejimai išvedami daugiau nei iš vienos sud÷tin÷s poaibio priklausomyb÷s, paveld÷jimo 
ryšys neišvedamas: (3) žingsnyje identifikuoti asociacijos (angl. „has a“) ryšiai keičiami 
paveld÷jimo (angl. „is a“) ryšiais, tik jei klasių egzempliorius sieja „vienas-vienas“ ryšys. 
Pavyzdžiui, Santuoką (3.18 pav., a) unikaliai identifikuoja tiek Vyro_kodas, tiek Žmonos_kodas, 
o Žmonos_kodas ⊆  Asmens_kodas ir Vyro_kodas ⊆  Asmens_kodas priklausomyb÷s išvedamos 
iš skirtingų sud÷tinių poaibio priklausomybių, tod÷l Santuoka nepaveldi Asmens, o 
Studento_kodas ⊆  Asmens_kodas išvedama iš vienos sud÷tin÷s poaibio priklausomyb÷s, tod÷l 
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Studentas paveldi Asmenį. Įvertinant atributų poaibio priklausomybes, 1C  ir 2C  atitinkami 
atributai tarpusavyje susiejami poaibio priklausomybe (rdfs:subPropertyOf). 
5. Jei klas÷ 1C  paveldi 2C , klas÷s 1C  ir 2C  sujungiamos į vieną, jei tenkinamos dvi 
sąlygos: 
a) 1C  ir 2C  atributų aib÷s sutampa (klas÷s išskiriamos bendrų atributų pagrindu). 
Klasių, gautų iš santykių schemų Studentas={Bilieto_numeris, Asmens_kodas, Pavard÷} ir 
Asmuo={Asmens_kodas, Pavard÷}, sujungti į vieną negalima, nes skiriasi atributų aib÷s. 
b) Sujungimas neduoda funkcinių priklausomybių nuostolių. Jei klasių 1C  ir 2C  
atributų aib÷s sutampa, o 1C  egzemplioriams teisinga funkcin÷ priklausomyb÷ YX → , 
1CX ⊆ , 1CY ⊆ , kuri neteisinga 2C  egzemplioriams, klasių sujungti negalima. 
6. Kiekvienam „vienas-daug“ ryšiui tarp klasių sukuriamas daugiareikšmis atributas 
atitinkamoje klas÷je. Įsimenama, kad du atributai, priklausantys dviem vieno ryšio galams, 
priklauso tam pačiam ryšiui (owl:inverseOf). 
7. Jei struktūrinis tipas C  sudarytas tik iš dviejų 1C  ir 2C  tipo atributų ir identifikuojamas 
šiais dviem atributais, 1C  ir 2C  sieja ryšys „daug-daug“. Sukuriami daugiareikšmiai atributai 
klas÷se 1C  ir 2C , įsimenama, kad šie atributai priklauso tam pačiam ryšiui. 
8. Jei klas÷ C  n÷ra paveldima, ją sudaro vienintelis atributas, su klase poaibio 
priklausomybe susietas vienintelis klas÷s 'C  atributas ir visi klas÷s C  egzemplioriai dalyvauja 
šiame ryšyje, klas÷ C  panaikinama, o atributui, susietam poaibio priklausomybe su klase C , 
keičiamas tipas į panaikintos klas÷s atributo tipą. Taip gali būti panaikinama dalis pirmajame 
algoritmo etape sukurtų klasių, sudarytų iš vieno atributo. Pavyzdžiui, turint klases 
Asmuo={Asmens_kodas, Amžius}, Amžius={Amžius}, kur Asmuo.Amžius poaibio priklausomybe 
susietas su klase Amžius, Amžius.Amžius yra neneigiamas sveikasis skaičius, klas÷ Amžius 
naikinama, o atributui Asmuo.Amžius pakeičiamas tipas į neneigiamą sveikąjį skaičių. 
Naudojant pateiktą algoritmą, gaunama schema n÷ra semantiškai normalizuota. Siekiant 
gauti semantiškai normalizuotą schemą, reiktų įvertinti atributų kardinalumus ir coexist 
priklausomybes: kiekvienai neprivalomai klas÷s atributų grupei, susietai coexist ryšiu, reiktų 
sukurti poklasį. Tačiau taip būtų gaunama daug klasių (praktiškai duomenų bazių schemose daug 
atributų yra neprivalomi) ir dalykin÷s srities vaizdas taptų sud÷tingas. 
Pateikiamas algoritmo taikymo pavyzdys. Turint reliacinę (3.18 pav., a), atkūrus kanoninę 
(3.18 pav., b) schemą, gaunami struktūriniai tipai (3.18 pav., c). 
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3.18 pav. Reliacin÷ schema (a), kanonin÷ schema (b) ir struktūriniai tipai (c) 
Pertvarkius struktūrinius tipus, gaunama (3.19 pav.) pavaizduota schema. 
 
3.19 pav. Struktūriniai tipai, prieš apskaičiuojant asociacijas ir paveld÷jimą (a) bei po (b) 
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3.6. Liktinių duomenų analiz÷ 
Įprastai laikoma, kad funkcin÷s priklausomyb÷s žinomos projektavimo metu ir, remiantis 
jomis, projektuojama duomenų baz÷s schema. Tačiau funkcines priklausomybes įmanoma 
apskaičiuoti ir iš esančių duomenų atvirkštin÷s inžinerijos proceso metu. Kai kurios funkcin÷s 
priklausomyb÷s gali nebūti numatytos projektavimo metu. Netinkamai projektuojant ar siekiant 
projektuojamą sistemą padaryti našesnę, schemoje išsaugojamos ne visos funkcin÷s 
priklausomyb÷s. 
3.6.1. Reliacin÷s schemos 
Literatūroje nagrin÷jami funkcinių ir kitų priklausomybių apskaičiavimo iš egzistuojančių 
duomenų metodai. Skiriami top-bottom ir bottom-up paieškos metodai (Flach, 1999): pirmuoju 
atveju generuojamos hipotez÷, kad tam tikra priklausomyb÷ teisinga, ir tikrinama, ar turimi 
duomenys tam neprieštarauja, antruoju atveju hipotez÷, kad tam tikra priklausomyb÷ teisinga, 
gaunama analizuojant duomenis. Šie būdai priklausomyb÷ms rasti gali būti naudojami kartu. 
Tyrimai rodo, kad geriausiai veikia bottom-up algoritmai (Flach, 1999). 
Reliacin÷se duomenų baz÷se funkcines priklausomybes apskaičiuoti iš duomenų galima, 
naudojant SQL kalbą. Patikrinti, ar teisinga funkcin÷ priklausomyb÷ (esamam duomenų baz÷s 
egzemplioriui) YXXX n →,...,, 21 , kai RXXX n ⊆,...,, 21 , galima taip: 
select count(count), max(count), avg(count) 
from (select count(distinct Y) as count from R group by X1, X2, ..., Xn 
having X1 is not null ... and Xn is not null and count(distinct Y) > 0) as RR 
Tokia užklausa grąžina tris skaičius: pirmasis skaičius rodo funkcinei priklausomybei 
tikrinti naudojamų egzempliorių skaičių (pagal jį sprendžiama, ar pakankamai egzistuoja 
duomenų, kad būtų galima daryti išvadą), antrasis – maksimalų Y  egzempliorių, siejamų su 
nXXX ,...,, 21  egzemplioriumi, skaičių (funkcin÷s priklausomyb÷s atveju – 1), trečiasis – vidutinį 
Y  egzempliorių, siejamų su nXXX ,...,, 21  egzemplioriumi, skaičių. 
Patikrinti, ar funkcin÷ priklausomyb÷ egzistuoja, atlikus kelių lentelių jungtį, taip pat 
galima – šiuo atveju vietoj realios lentel÷s naudojama virtuali lentel÷, gauta atlikus kelių lentelių 
jungtį. Turint santykių schemas Dokumentas={Numeris, Išdavusi_įstaiga} ir Pasas={Numeris, 
Išdavęs_darbuotojas} (Dokumentas.Numeris, Pasas.Numeris yra pirminiai raktai, Pasas.Numeris 
yra išorinio rakto priklausomybe susietas su Dokumentas.Numeris), patikrinti, ar funkcin÷ 
priklausomyb÷ Pasas.Išdavęs_darbuotojas → Dokumentas.Išdavusi_įstaiga teisinga, galima, 
atlikus užklausą. 
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select count(count), max(count), avg(count) 
from (select count(distinct isdavusi_istaiga) as count from dokumentas, pasas where 
dokumentas.numeris = pasas.numeris group by isdaves_darbuotojas 
having isdaves_darbuotojas is not null and count(distinct isdavusi_istaiga) > 0) as TT 
Patikrinti, ar egzistuoja jungimo/projekcijos priklausomyb÷ ];...;;[* 21 nRRR  santykyje, 





= , galima užklausa 
with proj1 as (select distinct t11, t12, ..., t1n from T), 
     proj2 as (select distinct t21, t22, ..., t2n from T), 
     ... 
     projn as (select distinct tn1, tn2, ..., tnn from T), 
  joined as (select t1, t2, ..., tn from proj1, proj2, ..., projn where ...) 
select t1, t2, ..., tn from joined 
except 
select t1, t2, ..., tn from asmenys 
 Jei jungimo/projekcijos priklausomyb÷ ];...;;[* 21 nRRR  teisinga, užklausos rezultatas bus 
tuščias, priešingu atveju – netuščias. Pavyzdžiui, turint santykį, kurio schema Asmuo={Ak, 
Hobis, Darboviet÷}, jungimo/projekcijos priklausomybę *[Ak, Hobis; Ak, Darboviet÷] galima 
patikrinti  
with proj1 as (select distinct ak, hobis from asmenys), 
     proj2 as (select distinct ak, darboviete from asmenys), 
    joined as (select proj1.ak, proj1.hobis, proj2.darboviete from proj1, proj2 
               where proj1.ak = proj2.ak) 
    select ak, hobis, darboviete from joined 
    except 
    select ak, hobis, darboviete from asmenys 
Kadangi kiekviena funkcin÷ priklausomyb÷ yra daugiareikšm÷ priklausomyb÷, o kiekviena 
daugiareikšm÷ priklausomyb÷ yra jungimo/projekcijos priklausomyb÷, naudojant šio formato 
užklausą taip pat galima patikrinti, ar teisingos funkcin÷s ir daugiareikšm÷s priklausomyb÷s. 
Funkcin÷ ar daugiareikšm÷ priklausomyb÷ YX →  ar X >> Y yra ir jungimo/projekcijos 
priklausomyb÷ ],;,[* YRXYX − . Paskutiniame pavyzdyje tikrinamos daugiareikšm÷s 
priklausomyb÷s Ak >> Hobis ir Ak >> Darboviet÷ perrašytos kaip jungimo/projekcijos 
priklausomyb÷s *[Ak, Hobis; Ak, Darboviet÷]. 
3.6.2. Objektin÷s schemos 
Objektin÷se duomenų baz÷se, naudojant OQL užklausų kalbą, užklausas galima aprašyti 
panašiai kaip ir SQL. OQL ir SQL didžiausias skirtumas tas, kad dvi klas÷s asocijuojamos per 
objektin÷je schemoje deklaruotus ryšius – SQL atveju lenteles jungti galima, naudojant bet kokią 
sąlygą. 
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4. INTEGRACIJOS MODELIO ĮVERTINIMAS 
Skyriuje integracijos modelis įvertinamas pagal tai, ar jis atitinka integracijos modeliams 
keliamus reikalavimus. Siūlomas integracijos modelis lyginamas su literatūroje (Schmitt, 1996) 
aprašomu bendriniu integracijos modeliu. Dalis integravimo pavyzdžių pateikti jau 3 skyriuje; 
integruojamos schemos yra reprezentatyvios, pasižymi realių schemų savyb÷mis (rekursyvūs 
ryšiai, keli struktūrų vaidmenys ir kt.). Šiame skyriuje pateikiami pavyzdžiai yra skirti 
konkretiems integracijos aspektams aptarti, iliustruoja, kaip konkrečiais atvejais integracijos 
modelis atitinka jam keliamus kriterijus. 3 ir 4 skyrių pavyzdžiuose pateikti įvairūs integravimo 
pavyzdžiai leidžia įvairiapusiškai eksperimentiškai įvertinti integracijos modelį. 
4.1. Kokyb÷s įvertinimas 
Analitin÷je dalyje aprašyti reikalavimai schemų integracijai, kuriuos galima išskirti į dvi 
grupes: reikalavimai integracijos algoritmui ir integruotos schemos duomenų modeliui. 
Svarbiausi reikalavimai integracijos algoritmui pagal (Schmitt, 1996) yra šie: pilnumas ir 
teisingumas, minimalumas, suprantamumas. Taip pat svarbūs darbe keliami reikalavimai 
integracijos modeliui: vienareikšmiškumas, automatizuotumas, galimyb÷ schemų savybes atkurti, 
įvertinant schemų egzempliorius, ne vien schemos informaciją. Integruotos schemos duomenų 
modelis pagal (Saltor, 1991) turi tur÷ti šias savybes: palaikyti klases/egzempliorius, 
apibendrinimą/specializavimą, agregaciją/dekompoziciją, pasižym÷ti elgsenos plečiamumu, 
palaikyti operacijas išorin÷ms schemoms apskaičiuoti, tur÷ti vieną bazinę struktūrą. Detaliau 
reikalavimai schemų integracijai aptarti 3 skyriuje.  
4.1.1. Integracijos algoritmo kokyb÷s įvertinimas 
Skyriuje aptariama, kaip siūlomas integracijos algoritmas atitinka literatūroje (Schmitt, 
1996) schemų integracijai keliamus reikalavimus. 
Integruojant schemas, naudojant siūlomą integracijos modelį, pilnumo ir teisingumo 
reikalavimas yra išpildomas: kanonin÷je integruotoje schemoje egzistuoja visi atributai, esantys 
komponentin÷se schemose. Integruojant atributai kanoniniame modelyje yra sujungiami tik tada, 
kai egzistuoja dvikrypt÷s poaibio priklausomyb÷s; šis sujungimas atributų nuostolių neduoda 
(atributų sujungimo pavyzdys pateiktas (3.14 pav.)). Pilnumo ir teisingumo kriterijus reikalauja, 
kad integruotoje schemoje būtų išsaugoti visi konceptai, tačiau siūlomas algoritmas kanonin÷ms 
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schemoms integruoti ir pačios kanonin÷s schemos yra orientuotos į atributus, o ne konceptus. Iš 
atributų aib÷s konceptai išvedami tolesniuose integruotos schemos pertvarkymo etapuose. 
Kanoninis duomenų modelis yra skurdus, artimesnis reliaciniam nei objektiniam modeliui. 
Reliacin÷se schemose ne visada viena santykio schema atitinka vieną konceptą. Jei schema 
nenormalizuota, vienoje santykio schemoje gali būti saugojama informacija apie daugiau nei 
vieną konceptą, o normalizuotoje schemoje santykių schemos gali būti skirtos ryšiams tarp 
konceptų (pavyzdžiui, „daug-daug“) modeliuoti. Tačiau tiek reliacin÷je (žr. 2.3.2.5, 2.3.2.6 
skyrius), tiek ir siūlomoje kanonin÷je schemoje yra pakankamai informacijos, kad būtų galima 
atkurti konceptus ir ryšius tarp jų. Konceptai atkuriami pagal pasiūlytas taisykles kanoniniam 
duomenų modeliui pertvarkyti į struktūrinius tipus ir OWL. 
Pertvarkant kanoninį duomenų modelį į OWL, atliekamas tarpinis žingsnis – modifikuotu 
sintez÷s metodu gaunami struktūriniai tipai. Struktūrinių tipų sintez÷s metodas, tiek 
modifikuotas, tiek ir originalus, garantuoja, kad gautoje normalizuotoje schemoje bus panaudoti 
visi kanonin÷s schemos atributai, tačiau modifikuotu sintez÷s metodu gaunama kokybiškesn÷ 
schema (žr. suprantamumo kriterijaus aptarimą). Struktūrinių tipų pertvarkymo į OWL 
algoritmas taip pat neduoda atributų nuostolių (poaibio priklausomybe susietos atributų grup÷s 
gali būti sujungtos ar atributai gali būti iškeliami į bazinę klasę, tačiau tai atributų nuostolių 
neduoda). Pertvarkymo į OWL modelį žingsnio metu gaunama konceptų, egzistuojančių visose 
komponentin÷se schemose, sąjunga. Pavyzdžiui, iš (3.14 pav., a) galima išvesti konceptus Prek÷, 
Prek÷s sand÷liavimas, Prek÷s sertifikatas, juos galima išvesti ir iš (3.14 pav., c) integruotos 
schemos. 
Integruojant schemas, minimalumas užtikrinamas, naudojant kanonin÷s schemos elementus 
– poaibio priklausomybes. Naudojamos poaibio priklausomyb÷s ir pasiūlytas OWL struktūrų 
radimo algoritmas užtikrina, kad, pertvarkant OWL modelį ir išvedant klases, poaibio 
priklausomybe susietos atributų grup÷s (iš skirtingų ar tos pačios schemos) bus sujungtos į vieną 
klasę arba kelias klases, susietas paveld÷jimo ryšiu. 
Pavyzdį, kaip, integruojant schemas, užtikrinamas minimalumas, galima matyti (3.18 pav.) 
ir (3.19 pav.). (3.19 pav., b) pavaizduota, kaip struktūrinis tipas Studentas (3.19 pav., a), gautas iš 
kanonin÷s schemos (3.18 pav., b), turintis poaibio priklausomybe susietą atributų grupę, 
pertvarkomas į paveld÷jimo hierarchiją, turinčią bazinę klasę Asmuo. Šiuo atveju konceptas 
Studentas nepanaikinamas, nes jo turimi atributai ir egzempliorių aib÷ nesutampa su koncepto 
Asmuo. Esant keliems konceptams, kurių egzemplioriai sutampa skirtingose duomenų baz÷se 
(teisinga dvikrypt÷ poaibio priklausomyb÷), integruotoje kanonin÷je schemoje atributai yra 
    58 
sujungiami. Pertvarkius kanoninį modelį į OWL, iš kelių skirtingose schemose saugojamų 
ekvivalenčių konceptų (sinonimų) gali būti gaunamas vienas, kaip parodyta (3.14 pav.): dviejose 
schemose semantiškai ekvivalentūs, dvikrypte poaibio priklausomybe susieti Prek÷s atributai 
Kodas (3.14 pav., a) ir Kodas (3.14 pav., b) sujungiami integruotoje schemoje (3.14 pav., c). 
Suprantamumo kriterijus reikalauja, kad, esant kelioms galimoms integruotoms schemoms, 
turi būti pasirenkama ta, kuri projektuotojui yra suprantamiausia. Vienas iš siūlomo integracijos 
algoritmo privalumų yra tai, kad vienareikšmiškai gaunama kanonin÷ ir OWL schemos, taigi 
rinktis suprantamiausią n÷ra reikalo. OWL schemos suprantamumą padidina ir pasiūlyta 
struktūrinių tipų sintez÷s algoritmo modifikacija, leidžianti gauti suprantamesnę schemą, 
kanonin÷je schemoje esant iš funkcinių neišvedamoms daugiareikšm÷ms ar jungimo/projekcijos 
priklausomyb÷ms. Kaip aprašyta 3.4 skyriuje, turint (3.15 pav.) schemą, be modifikacijos būtų 
gaunamas struktūrinis tipas (Prek÷, Sand÷lis) → Kiekis ir universalusis struktūrinis tipas (Prek÷, 
Sand÷lis, Operacija, Asmuo, Hobis, Darboviet÷), o naudojant modifikuotą algoritmą būtų 
gaunami struktūriniai tipai (Prek÷, Operacija), (Prek÷, Sand÷lis, Kiekis), (Asmuo, Hobis), 
(Asmuo, Darboviet÷). Pirmuoju atveju gauta schema yra prastesn÷s kokyb÷s nei antruoju, nes 
nesusijusiems duomenims (pavyzdžiui, informacijai apie sand÷lį ir asmenį) saugoti naudojamas 
vienas struktūrinis tipas, schema yra normalizuota tik iki 3NF (antruoju atveju – iki 5NF). 
Kai integruojamos duomenų baz÷s, kuriose saugojami iš dalies persidengiantys 
egzemplioriai, gaunama integruota schema ne taip gerai tenkina minimalumo ir suprantamumo 
kriterijus. Pavyzdžiui, integruojant duomenų bazes, kurių vienoje yra studentai, o kitoje – 
d÷stytojai, kai ne visi d÷stytojai yra studentai ir ne visi studentai yra d÷stytojai, integruotoje 
schemoje poaibio priklausomybių n÷ra. Atlikus schemų transformacijas į OWL, gaunamos dvi 
nesusijusios klas÷s, net jei jos ir turi netuščią aibę bendrų atributų. 
4.1.2. Kanoninio duomenų modelio kokyb÷s įvertinimas 
Literatūroje (Saltor, 1991) išvardinti reikalavimai schemų integracijoje naudojamam 
kanoniniam duomenų modeliui, kurių svarbiausi yra šie: modelis turi palaikyti 
klases/egzempliorius, apibendrinimą/specializavimą, agregaciją/dekompoziciją, tur÷ti vieną 
bazinę struktūrą ir kt. Schemoms integruoti pasirinktas skurdus kanoninis duomenų modelis, kurį 
sudaro atributai ir funkcin÷s, jungimo/projekcijos, poaibio priklausomyb÷s, turi ne visas 
reikalaujamas savybes, tačiau jame saugojama pakankamai informacijos, kad jį būtų galima 
transformuoti į semantiškai turtingesnį duomenų modelį, turintį šias savybes. Darbe pasiūlytos 
transformacijos leidžia iš kanoninio gauti OWL modelį. 
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OWL tenkina daugumą min÷tų integruotos schemos modeliui keliamų reikalavimų. OWL 
palaiko apibendrinimo/specializavimo ryšius, naudojamas OWL Full modelis palaiko daugialypį 
paveld÷jimą (laikoma, kad duomenų modelis palaiko daugialypį paveld÷jimą, jei klas÷ gali tur÷ti 
daugiau nei vieną bazinę klasę; jei duomenų modelis palaiko tik paprastąjį paveld÷jimą, klas÷ 
gali tur÷ti ne daugiau nei vieną bazinę klasę), agregaciją/dekompoziciją. OWL palaiko 
klases/egzempliorius (tačiau darbe pasiūlytas algoritmas tik kanonin÷s schemos pertvarkymui į 
OWL). Darbe laikomasi požiūrio (analogiško požiūrio laikosi bendrinio integracijos modelio 
autoriai), kad kanoninis duomenų modelis turi būti semantiškai skurdus, tačiau turi būti galimyb÷ 
jį pertvarkyti į semantiškai turtingesnį duomenų modelį. (3.19 pav., b) grafiškai pavaizduota 
OWL schema, gauta iš (3.18 pav., b) kanonin÷s schemos. 
4.2. Siūlomo ir bendrinio integracijos modelio savybių įvertinimas 
4.2.1. Integruojamų schemų duomenų modeliai 
Kuriant federacines duomenų bazes, integruojant duomenų bazes, naudojamos lokalioji, 
komponentų, eksporto, federacin÷, išorin÷ schemos. Lokaliosios schemos duomenų modelis 
priklauso nuo duomenų baz÷s ir gali integruojamose duomenų baz÷se skirtis, komponentų, 
eksporto, federacin÷s schemos remiasi kanoniniu duomenų modeliu. Siūlomas integracijos 
modelis aprašo taisykles schemų integracijai, kai lokaliosios schemos yra reliacin÷s ir objektin÷s, 
darbe pateikiami transformacijų algoritmai ir algoritmų taikymo pavyzdžiai. Integruojant 
schemas, jos transformuojamos į skurdesnį modelį, iš kanoninio modelio išvedamos objektin÷s 
struktūros ir gaunamas turtingas OWL modelis integracijos pabaigoje. (3.14 pav.) pateikiamas 
pavyzdys, kaip objektin÷ ir reliacin÷ schemos transformuojamos į kanoninį duomenų modelį ir 
integruojamos, (3.19 pav.) pateikiamas pavyzdys, kaip atliekama transformacija į OWL modelį. 
Literatūroje trūksta formalaus aprašymo, kaip įvairių tipų schemas galima transformuoti į 
bendrinį integracijos modelį. Pagal (Schmitt, 1996) pateiktą pavyzdį, bendriniame integracijos 
modelyje, skirtingai nei siūlomame, kai kurios objektin÷s struktūros (daugiareikšmiai atributai) 
tur÷tų būti išvedamos prieš integraciją. Bendriniame integracijos modelyje atliekama konceptų 
integracija, integravus dvi ar daugiau klasių hierarchijų gaunama schema, iš kurios galima išvesti 
bendrą klasių hierarchiją. Literatūroje aprašyta, kaip į kanoninę schemą pertvarkomos ir 
integruojamos objektin÷s schemos. Taisykles galima apibendrinti ir reliacin÷ms schemoms, 
pavyzdžiui, naudojant 2.3.2.5 ir 2.3.2.6 skyriuose aprašytas taisykles. Schemų transformacijų, 
atliekamų integruojant šiuo metodu, pavyzdžiai pateikti (2.18-2.21 pav.). 
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4.2.2. Kanoniniai duomenų modeliai 
Tiek siūlomas, tiek bendrinis integracijos modeliai yra skurdūs. Tuo jie išsiskiria iš kitų 
kanoninių modelių, naudojamų schemoms integruoti – dažniausiai naudojami semantiškai 
turtingi modeliai (Schmitt, 1996). Siūlomas ir bendrinis integracijos modeliai remiasi šiuo 
požiūriu: kanoninis duomenų modelis turi būti skurdus, kad būtų lengva atlikti schemų 
integraciją, tačiau iš jo turi būti galima išvesti turtingesnes schemas. Transformuojant schemas iš 
semantiškai turtingesnių į skurdesnes, dalis semantikos yra prarandama, tačiau schemų 
integracija tampa paprastesn÷. 
Siūlomą kanoninį modelį sudaro atributai, funkcin÷s, poaibio ir jungimo/projekcijos 
priklausomyb÷s. Bendrinis integracijos modelis remiasi ortogonaliais dalykin÷s srities vaizdais: 
išskiriamos egzempliorių ir atributų persidengiančios aib÷s (kaip nurodyta (Schmitt, 1996), 
dažnai, integruojant schemas, įvertinami tik atributų arba tik egzempliorių persidengimai, o 
bendrinis integracijos modelis įvertina abu). Siūlomame kanoniniame modelyje naudojamos 
poaibio priklausomyb÷s leidžia įvertinti tik paprastus ryšius tarp persidengiančių egzempliorių 
(poaibio priklausomybes), o bendrinis leidžia modeliuoti ir sud÷tingesnius atvejus. Kad, esant 
poaibio priklausomyb÷ms tarp konceptų, integracijos algoritmas veikia gerai, galima įsitikinti, 
pertvarkius (4.1 pav.) schemą: iš šios schemos pagal algoritmą išvedamos klas÷s Žmogus (su 
atributais Asmens kodas, Vardas, Pavard÷) ir Studentas, paveldinti klasę Žmogus, su papildomu 
atributu Grup÷. Esant sud÷tingesniems atvejams, kai egzempliorių aibių sankirtos įvairesn÷s, kaip 
pavaizduota (2.19 pav.), bendrinis integracijos algoritmas veikia kokybiškiau, algoritmo taikymo 
rezultatas pavaizduotas (2.21 pav.). 
 
4.1 pav. Kanonin÷ schema su funkcin÷mis, poaibio ir jungimo/projekcijos priklausomyb÷mis 
4.2.3. Egzempliorių integravimas 
Abiejuose integracijos modeliuose, integruojant schemas, įvertinamos priklausomyb÷s tarp 
duomenų baz÷se saugojamų egzempliorių. Bendrinis integracijos modelis suteikia daugiau 
galimybių šioms priklausomyb÷ms modeliuoti: įvertinami duomenų baz÷se saugojami iš dalies 
persidengiantys egzemplioriai. Bendriniame integracijos modelyje randamos egzempliorių 
    61 
grup÷s, išanalizuojant visas galimas integruojamų klasių egzempliorių sankirtas. Siūlomame 
integracijos modelyje pasirinktas paprastesnis ryšių tarp egzempliorių modeliavimas – poaibio 
priklausomyb÷s. 
Abu integracijos metodai turi privalumų ir trūkumų. Siūlomas paprastesnis ryšių tarp 
konceptų modeliavimas leidžia projektuotojui lengviau ir greičiau nustatyti ryšius tarp 
egzempliorių, saugojamų skirtingose duomenų baz÷se, sumažina klaidos galimybę. Bendriniame 
integracijos modelyje projektuotojas turi atlikti daugiau darbo: net ir esant nesud÷tingoms 
integruojamoms schemoms, parodytoms (2.18 pav.), įvertinant visas galimas egzempliorių aibių 
sankirtas, gali būti gaunama daug egzempliorių klasių, kaip parodyta (2.19 pav.). Tiek šiame, tiek 
(Schmitt, 1996) darbe nesiūloma algoritmų automatiniam ryšių tarp egzempliorių nustatymui, 
laikoma, kad projektuotojas, integruodamas schemas, ryšius nurodo pats, tod÷l svarbu, kad 
projektuotojui būtų kuo paprasčiau integruoti schemas. 
Siūlomas paprastas būdas ryšiams tarp egzempliorių modeliuoti ne visada atitinka tikrus 
ryšius tarp dalykin÷s srities konceptų ir ne visada veikia gerai. Nesant poaibio priklausomybių, 
pagal 3.5 skyriuje aprašytą algoritmą neišvedamos klasių hierarchijos, integravus gaunama OWL 
schema gali būti nekokybiška: skirtingose klas÷se gali egzistuoti semantiškai ekvivalentūs 
atributai, o tarp šių klasių gali nebūti ryšių. Pavyzdžiui, integruojant schemas, Studento asmens 
kodas → Studento vardas, Studento pavard÷, Kursas ir D÷stytojo asmens kodas → D÷stytojo 
vardas, D÷stytojo pavard÷, Pareigos, kai Studento asmens kodo ir D÷stytojo asmens kodo nesieja 
poaibio priklausomyb÷s, gaunamos (4.2 pav., a) pavaizduotos klas÷s. Integruojant, naudojant 
bendrinį integracijos modelį (4.2 pav., b), gaunama kokybiškesn÷ schema su hierarchiniais 
ryšiais. 
 
4.2 pav. Klas÷s, gautos naudojant siūlomą (a) ir bendrinį (b) integracijos modelį 
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4.2.4. Vienareikšmiškumas 
Vienas iš keliamų reikalavimų integracijos modeliui – vienareikšmiškumas. Bendriniame 
integracijos modelyje kanonin÷ schema gaunama vienareikšmiškai, tačiau gali būti išvedamos 
skirtingos klasių hierarchijos, kaip parodyta (2.21 pav.) ir (2.23 pav.). Siūlomas integracijos 
modelis leidžia vienareikšmiškai gauti OWL schemą. 
Transformacijos iš reliacinių (3.2.1 skyrius) ir objektinių (3.2.2 skyrius) schemų į kanoninę 
schemą duoda vienareikšmius rezultatus (turima galvoje, kad, transformavus schemą į kanoninę, 
visada sutampa galin÷ iš kanonin÷s schemos išvedamų funkcinių, jungimo/projekcijos ir poaibio 
priklausomybių aib÷). Nors kanonin÷ schema priklauso nuo projektuotojo (nuo jo priklauso, 
kokias schemoje nedeklaruotas priklausomybes jis nurodys), tačiau, turint fiksuotą 
priklausomybių aibę, rezultatas visada gaunamas vienareikšmiškai. Objektinių schemų 
transformacija į kanoninę remiasi žinomomis (2.3.2.5, 2.3.2.6 skyriai) objektinių-reliacinių 
schemų transformacijomis ir transformacijomis iš reliacinių schemų į kanonines (3.2.1 skyrius). 
Transformuojant objektines schemas, rezultatas taip pat priklauso ir nuo to, kokius projektuotojas 
identifikuoja vienkrypčius ir dvikrypčius ryšius tarp klasių. Algoritmų taikymo pavyzdžiai 
pateikti (3.9 pav.) ir (3.11 pav.), kur pavaizduoti rezultatai, gauti transformavus (3.7 pav.) 
reliacinę ir (3.10 pav.) objektinę schemas. 
Kanonin÷ schema, naudojant 3.4 skyriuje aprašytą modifikuotą sintez÷s algoritmą, gali būti 
pertvarkoma į struktūrinius tipus. Įprastas literatūroje (Maier, 1983) ir (Paradauskas, 2002) 
aprašytas sintez÷s algoritmas leidžia suprojektuoti 3NF reliacinę schemą be turimų funkcinių 
priklausomybių nuostolių. Pasiūlytas modifikuotas sintez÷s metodas papildo standartinį ir leidžia 
papildomai įvertinti jungimo/projekcijos priklausomybes. Panaudojus sintez÷s (nemodifikuotą ar 
modifikuotą) algoritmą, galima gauti skirtingus struktūrinius tipus, pavyzdžiui, turint (4.3 pav.) 
schemą, galima gauti struktūrinius tipus (Asmens kodas; Paso numeris), (Paso numeris, 
Pareigos) → Atlyginimas arba (Asmens kodas; Paso numeris), (Asmens kodas, Pareigos) → 
Atlyginimas, tačiau toks nevienareikšmiškumas eliminuojamas, pertvarkant struktūrinius tipus į 
OWL.  
 
4.3 pav. Kanonin÷ schema su nurodytomis funkcin÷mis priklausomyb÷mis 
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Pateiktas algoritmas struktūrinių tipų pertvarkymui į OWL duoda vienareikšmiškus 
rezultatus. Tą padeda pasiekti daugialypis paveld÷jimas (bendrinis integracijos modelis jo 
nepalaiko, tod÷l, jį naudojant, dažnai galima gauti skirtingas klasių hierarchijas). Pati OWL 
semantika yra vienareikšm÷, apibr÷žta W3C rekomendacijoje (viena iš ontologijų populiarumo 
priežasčių – vienareikšmiškai suprantamų dalykin÷s srities žinių dalinimasis tarp žmonių ir 
sistemų (Fensel, 2001)). 
4.2.5. Klasių hierarchijos 
Bendriniame integracijos modelyje išvedamos klasių hierarchijos yra paprastos, t.y. 
nepalaiko daugialypio paveld÷jimo, o OWL Full palaiko daugialypį paveld÷jimą. Literatūroje 
(Schmitt, 1996) pamin÷ta, kad daugialypis paveld÷jimas yra viena iš tyrimų, skirtų pagerinti 
bendrinį integracijos modelį, krypčių. 
Pateikiamas pavyzdys, kaip dvi schemos (4.4 pav.) integruojamos naudojant bendrinį (4.5 
pav.) ir siūlomą (4.6 pav.) integracijos modelį (pavaizduoti pagrindiniai schemų integracijos 
algoritmų etapai). Pirmoji schema skirta informacijai apie studentus saugoti: studentas turi 
unikalius atributus Bilieto numeris ir Asmens kodas. Antrosios schemos Konferencijos dalyvis 
turi unikalius atributus Asmens kodas, Registracijos numeris. Visi Konferencijos dalyviai yra 
Studentai ir visi Praneš÷jai yra Magistrantai. Kadangi skyriuje lyginamos hierarchijos, schemose 
egzistuoja tik paveld÷jimo ryšiai. 
 
4.4 pav. Integruojamos objektin÷s schemos 
Integruojant, naudojant bendrinį integracijos modelį, gaunamos tokios egzempliorių klas÷s 
(4.5 pav., a): studentai, ne magistrantai, ne konferencijos dalyviai, ne praneš÷jai (1), studentai, 
magistrantai, ne konferencijos dalyviai, ne praneš÷jai (2), studentai, konferencijos dalyviai, ne 
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magistrantai, ne praneš÷jai (3), studentai, magistrantai, konferencijos dalyviai, praneš÷jai (4), 
studentai, magistrantai, konferencijos dalyviai, ne praneš÷jai (5). Nustatomos tokios atributų 
grup÷s: asmens kodas (1), bilieto numeris, gimimo data (2), tema (3), registracijos numeris (4), 
pranešimas, laikas (5). Integravus gaunama kanonin÷ schema (4.5 pav., b), kurioje pirmoje 
eilut÷je išvardintos egzempliorių klas÷s, pirmame stulpelyje – atributų grup÷s. Šioje schemoje 
stačiakampiais pažym÷tas vienas iš galimų variantų, kaip galima išvesti klasių hierarchiją. (4.5 
pav., c) klasių diagramoje pavaizduota išvesta klasių hierarchija, kurioje naudojamas paprastasis 
paveld÷jimas. 
 
4.5 pav. Bendrinis integracijos modelis: egzempliorių poaibiai (a), kanonin÷ schema (b) ir integruota schema (c) 
Integruojant, naudojant siūlomą modelį, gaunama kanonin÷ schema (4.6 pav., a). (4.6 pav., 
b) pavaizduoti pagal darbe aprašytas taisykles išvesti struktūriniai tipai, (4.6 pav., c) struktūriniai 
tipai pertvarkyti, išvesta klasių hierarchija, o (4.6 pav., d) pavaizduota klasių diagrama, kurioje 
naudojamas daugialypis paveld÷jimas. 
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4.6 pav. Schemų integracija: kanonin÷ schema (a), struktūriniai tipai (b) ir gautos klas÷s (c, d) 
Naudojant bendrinį integracijos modelį, klasių hierarchija gaunama nevienareikšmiškai, o 
siūlomą – vienareikšmiškai, bendriniame integracijos modelyje naudojamas paprastasis, 
siūlomame – daugialypis paveld÷jimas. Daugialypis paveld÷jimas leidžia pasiekti 
vienareikšmiškumą, tačiau yra sud÷tingesnis. 
4.2.6. Automatizuotumas 
Visiškai automatizuotas schemų integravimas yra sunkiai realizuojamas. Kai kurie siūlomo 
integracijos algoritmo žingsniai gali būti atliekami automatiškai, kai kurie – ne. Toliau 
aptariamos galimyb÷s automatizuoti siūlomo integracijos algoritmo žingsnius. 
Lokalioji kanoninio duomenų modelio schema gali būti atkurta automatiškai, naudojant 
duomenų baz÷s schemos informaciją. Kadangi dažnai dalis apribojimų egzistuoja ne schemoje, o 
duomenyse, aktuali apribojimų paieškos duomenyse problema (3.6 skyriuje pasiūlyta, kaip 
galima tikrinti hipotezes apie apribojimus egzistuojančiuose duomenyse). Tačiau praktiškai 
automatiškai patikrinti visas hipotezes yra neįmanoma d÷l didelio jų kiekio, tod÷l integruojant 
hipotez÷s, kurias prasminga tikrinti, turi būti parenkamos projektuotojo. Taip pat projektuotojas 
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turi įvertinti, ar teisinga tam tikra priklausomyb÷, net jei egzistuojantys duomenys jai 
neprieštarauja (tuščios lentel÷s neprieštarauja jokioms jungimo/projekcijos priklausomyb÷ms). 
Kanoninių schemų integracija iš dalies gali būti atliekama automatiškai. Poaibio 
priklausomyb÷s tarp skirtingose schemose esančių struktūrų turi būti nurodomos projektuotojo, 
funkcin÷s priklausomyb÷s gali būti perskaičiuojamos automatiškai. Jungimo/projekcijos 
priklausomybių perskaičiavimo automatizuotas algoritmas nepateikiamas, tai – viena iš tolesnių 
integracijos modelio vystymo krypčių. Struktūrinių tipų sintez÷s algoritmas gali būti vykdomas 
automatiškai, jo modifikacija – taip pat. Struktūrinių tipų pertvarkymas į OWL pagal pateiktą 
algoritmą taip pat automatizuotas. 
Bendriniame integracijos modelyje visų galimų klasių egzempliorių sankirtų radimas n÷ra 
automatizuotas. Bendriniame integracijos modelyje siūlomas integracijos algoritmas yra 
automatizuotas, tačiau gali būti įtakojamas projektuotojo, projektuotojas gali nurodyti atributų 
grupes, kurias jis labiau nor÷tų matyti arčiau bazinių klasių (Schmitt, 1996). 
Aktualus uždavinys, atliekant integraciją, yra priskirti atributams ir konceptams tinkamus 
pavadinimus. Siūlomo integracijos modelio, kaip ir bendrinio integracijos modelio atveju, 
numatyta, kad vardus struktūroms turi parinkti projektuotojas. 
4.3. Integracijos modelio taikymas 
Aprašytas integracijos modelis leidžia integruoti kelias schemas į vieną. Integruojant 
atliekami šie veiksmai: integruojamos schemos transformuojamos į kanoninį modelį, kanonin÷s 
schemos integruojamos į globalią schemą, ši pertvarkoma į struktūrinius tipus ir išvedama OWL 
schema. Integracijos modelis, vykdant dalį iš aprašytų žingsnių, gali būti naudojamas ir kitiems 
tikslams. Galimi kiti aprašytų algoritmų taikymai yra šie: 
 Schemos transformacija į OWL. Turima viena reliacin÷s ar objektin÷s duomenų baz÷s 
schema gali būti transformuojama į OWL. Šiuo atveju, kadangi schema yra tik viena, 
praleidžiamas integracijos žingsnis. Šis scenarijus gali būti taikomas, kai, turint liktinę duomenų 
bazę, norima gauti dalykin÷s srities OWL modelį (gautą OWL schemą gali interpretuoti 
standartin÷ programin÷ įranga). 
 Objektinio modelio gavimas. Turint reliacinę duomenų bazę, aprašytus algoritmus 
galima panaudoti objektin÷s struktūroms išvesti. Gautas objektines struktūras galima panaudoti 
objektin÷s programavimo kalbos (pavyzdžiui, Java) klas÷ms, kurios gali būti siejamos su 
reliacine duomenų baze, naudojant ORM paketus, gauti. 
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 Schemos evoliucija. Pasiūlytos užklausos hipotez÷ms apie duomenyse pasl÷ptas 
schemose nedeklaruotas priklausomybes tikrinti gali būti naudojamos, siekiant patikslinti ar 
pagerinti egzistuojančią schemą. Įvertinant duomenyse pasl÷ptas priklausomybes, pakeičiant 
schemą galima gauti aukštesnį schemos normalizacijos laipsnį. 
 Universaliosios schemos radimas. Aprašytas algoritmas funkcinių priklausomybių 
išvedimui gali būti naudojamas universaliajai schemai gauti iš reliacin÷s. Įprastai literatūroje 
aprašoma, kaip iš universaliosios schemos gauti normalizuotą reliacinę schemą, o atvirkštiniam 
procesui d÷mesys neskiriamas. Atvirkštin÷ transformacija gali būti naudinga mokymo tikslams. 
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5. IŠVADOS 
1. Schemoms integruoti pasiūlytas integracijos modelis, kurį naudojant galima pasiekti 
vienareikšmiškumą ir iš dalies automatizuotumą. Integracija atliekama taip: schemos 
atvaizduojamos į kanoninį duomenų modelį, kanonin÷s schemos integruojamos, sintez÷s metodu 
gaunami struktūriniai tipai, jie transformuojami į OWL modelį. Visiškai automatizuotas schemų 
integravimas yra sud÷tingas: pasiūlytas schemų integracijos algoritmas n÷ra automatizuotas. 
2. Schemoms integruoti pasiūlytas kanoninis duomenų modelis, kurį sudaro atributai ir 
apribojimai (funkcin÷s, jungimo/projekcijos, poaibio priklausomyb÷s). Integracijos algoritmas 
geriausiai veikia, kai schemų egzempliorius sieja poaibio priklausomyb÷s, esant sud÷tingesniems 
ryšiams tarp egzempliorių (iš dalies persidengiančioms egzempliorių aib÷ms), geriau tinka kiti 
integracijos modeliai (pavyzdžiui, bendrinis). 
3. Reliacinio modelio atvaizdavimas į kanoninį duomenų modelį yra lengviau 
automatizuojamas nei objektinio. Reliaciniame modelyje ryšiai tarp struktūrų yra paprastesni, 
visada vienkrypčiai, o objektiniame – sud÷tingesni, gali būti dvikrypčiai. 
4. Pasiūlytas modifikuotas sintez÷s algoritmas pagerina standartinio algoritmo kokybę, 
nes leidžia įvertinti jungimo/projekcijos priklausomybes (standartinis algoritmas 
jungimo/projekcijos priklausomybių neįvertina). 
5. Funkcinių priklausomybių atkūrimo iš egzistuojančios schemos uždavinys n÷ra 
pakankamai išanalizuotas literatūroje. Darbe pasiūlytas algoritmas funkcin÷ms priklausomyb÷ms 
atkurti iš egzistuojančių schemos, pasteb÷ta, kad tiksliai atkurti funkcines priklausomybes iš 
reliacin÷s schemos įmanoma ne visada. 
6. Literatūroje n÷ra pasiūlyta pakankamai formalių algoritmų reliacin÷ms struktūroms 
transformuoti į OWL. Pasiūlytas vienareikšmius rezultatus duodantis algoritmas remiasi 
žinomomis objektinių struktūrų išvedimo iš reliacinių taisykl÷mis. OWL modelis pasirinktas d÷l 
turtingumo, standartiškumo, vienareikšmiškumo, formalumo, jam interpretuoti sukurtos 
programin÷s įrangos gausos. 
7. Pasiūlytas užklausų, leidžiančių patikrinti, ar egzistuojančiuose duomenyse teisingos 
funkcin÷s ir jungimo/projekcijos priklausomyb÷s, šablonas orientuotas į priklausomybių paiešką 
virtualiose lentel÷se, nes praktikoje materialiose lentel÷se funkcin÷s priklausomyb÷s yra 
išvedamos iš rakto priklausomybių, o netrivialios iš jų neišvedamos jungimo/projekcijos 
priklausomyb÷s neegzistuoja. 
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8. Integracijos modelis gali būti išpl÷totas, pasiūlant automatizuotą jungimo/projekcijos 
priklausomybių perskaičiavimo algoritmą, apibendrinant vaidmenų suteikimą santykių schemoms 
ir klas÷ms bei numatant, kaip galima įvertinti sud÷tingesnius ryšius tarp schemų egzempliorių nei 
poaibio priklausomyb÷s. 
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6. SUMMARY 
Model for integrating object and relational schemas 
In this work the problem of integration and compatibility of relational and object schemas 
is investigated. Nowadays object-oriented programming languages are the most popular, but data 
that has to be manipulated is usually stored in relational databases. It is relevant to map structures 
that are used in programming languages to relational structures. Data is usually stored in several 
repositories in enterprise information systems, so there is the need to integrate them. Federated 
databases are used for this purpose, and they have canonical data model. Semantically poor 
canonical data model, which consists of attributes and constraints (functional, join and subset 
dependencies), is proposed. Algorithms are given for transforming relational and object schemas 
to canonical schema, integrating canonical schemas, transforming canonical schema to structural 
types (using modified synthesis algorithm) and OWL. The algorithms give unambiguous result 
and can be partially automated. Modified synthesis algorithm gives better results than standard 
algorithm as it takes join dependencies into account. Proposed algorithms can be used to restore 
conceptual schema and object structures from relational schema as well as to integrate schemas. 
Objektinių ir reliacinių schemų integracijos modelis 
Šiame darbe nagrin÷jama objektinių ir reliacinių schemų integruojamumo ir suderinamumo 
problema. Programinei įrangai kurti šiuo metu populiariausios objektin÷s programavimo kalbos, 
tačiau duomenys, kuriais manipuliuojama, dažniausiai saugojami reliacin÷se duomenų baz÷se, 
tod÷l aktualu programuojant naudojamas struktūras susieti su reliacin÷s duomenų baz÷s 
struktūromis. Organizacijų informacijų sistemose duomenys dažnai yra saugojami keliose 
duomenų saugyklose, yra poreikis integruoti įvairiose saugyklose esančius duomenis. Tam tikslui 
naudojamos federacin÷s duomenų baz÷s, besiremiančios kanoniniu duomenų modeliu. Šiame 
darbe aprašomas objektinių ir reliacinių schemų integracijos modelis. Pasiūlytas skurdus 
kanoninis duomenų modelis, kurį sudaro atributai ir apribojimai: funkcin÷s, jungimo/projekcijos 
ir poaibio priklausomyb÷s. Aprašytos transformacijos iš reliacinių ir objektinių schemų į 
kanoninę schemą, algoritmas kanonin÷ms schemoms integruoti, kanonin÷s schemos 
transformacija į struktūrinius tipus, naudojant modifikuotą sintez÷s algoritmą, ir OWL. Aprašyti 
algoritmai leidžia pasiekti vienareikšmiškumą ir iš dalies automatizuotumą. Modifikuotas 
sintez÷s algoritmas duoda geresnius rezultatus nei standartinis, nes įvertina jungimo/projekcijos 
priklausomybes. Pasiūlyti algoritmai gali būti naudojami ne vien integracijai, bet ir norint atkurti 
konceptualiąją schemą ar objektines struktūras iš reliacin÷s schemos. 
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8. SANTRUMPŲ IR TERMINŲ ŽODYNAS 
 
API (angl. Application Programming Interface)  – programin÷s įrangos programavimo sąsaja. 
DBVS  – duomenų bazių valdymo sistema. 
EER (angl. Enhanced Entity-Relationship) – duomenų modelis, praplečiantis ER modelį 
specializavimo/apibendrinimo ryšiais. 
EJB (angl. Enterprise JavaBeans)  – Java komponentų architektūros standartas. 
ER (angl. Entity-Relationship) modelis  – konceptualusis duomenų modelis. 
FP  – funkcin÷ priklausomyb÷. 
GUI (angl. Graphical User Interface)  – grafin÷ vartotojo sąsaja. 
ILFD (angl. Instance Level Functional 
Dependency)  
– egzempliorių lygio funkcin÷ priklausomyb÷. 
JDBC (angl. Java Database Connectivity)  – Java programavimo sąsajos darbui su 
duomenų baz÷mis standartas. 
JDO (angl. Java Data Objects)  – Java objektų saugojimo duomenų baz÷je 
standartas. 
JPP, JP priklausomyb÷  – jungimo/projekcijos priklausomyb÷. 
NF  – normalin÷ forma. 
ODBVS  – objektin÷ duomenų bazių valdymo sistema. 
ODMG (angl. Object Data Management 
Group)  
– ODBVS ir ORM specifikacijas kurianti 
grup÷.  
OLTP (angl. Online Transaction Processing) – sistema, skirta duomenims tvarkyti, o ne 
analizuoti. 
OP (angl. Object Property) – objektų savybių duomenų modelis. 
OQL (angl. Object Query Language)  – objektinių DBVS užklausų kalbos standartas. 
ORM (angl. Object-Relational Mapping)  – programavimo metodas: programavimo 
kalbos klas÷s ir atributai susiejami su reliacin÷s 
schemos lentel÷mis ir atributais, programuojant 
dirbama su virtualia objektine duomenų baze, 
užklausas duomenims išrinkti ir tvarkyti 
reliacin÷je duomenų baz÷je generuoja 
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naudojamas karkasas. 
OWL (angl. Web Ontology Language)  – žinių aprašymo kalba, W3C standartas. 
RDF (angl. Resource Description Framework)  – metaduomenų duomenų modelio W3C 
standartas, leidžiantis aprašyti teiginius apie 
resursus, identifikuojamus URI. 
RDFS (angl. Resource Description Framework 
Schema)  
– RDF žodynas, W3C standartas: 
specifikuojama standartinių URI, naudojamų 
RDF teiginiuose, prasm÷. 
SQL (angl. Structured Query Language)  – reliacinių DBVS užklausų kalbos standartas. 
UML (angl. Unified Modeling Language)  – standartin÷ grafin÷ objektinio modeliavimo 
kalba. 
URI (angl. Uniform Resource Identifier)  – simbolių eilut÷, leidžianti unikaliai 
identifikuoti resursą. 
W3C (angl. World Wide Web Consortium)  – žiniatinklio standartų organizacija. 
XML (angl. Extensible Markup Language)  – bendros paskirties ženklinimo kalbos 
standartas. 
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9. PRIEDAI 
1 priedas. Straipsnis leidinyje „Informacin÷s technologijos’08“ 
OBJEKTINIŲ IR RELIACINIŲ SCHEMŲ INTEGRACIJOS MODELIS 
Vytenis Bivainis, Bronius Paradauskas 
Kauno Technologijos Universitetas, Informacijos sistemų katedra 
Studentų 50, LT-3031 Kaunas, Lietuva 
Šiame darbe aprašomas objektinių ir reliacinių schemų integracijos algoritmas. Pasiūlytas kanoninis duomenų modelis, 
kurį sudaro atributai ir apribojimai: funkcin÷s, jungimo/projekcijos ir poaibio priklausomyb÷s. Aprašytos transformacijos iš 
reliacinių ir objektinių schemų į kanoninę schemą, algoritmas kanonin÷ms schemoms integruoti, kanonin÷s schemos 
transformacija į struktūrinius tipus, naudojant modifikuotą sintez÷s algoritmą, ir OWL. 
1. Įvadas 
Susidom÷jimas duomenų bazių schemų integracija yra didelis jau keletą dešimtmečių [3]. Centralizuotas 
vienos duomenų baz÷s projektavimas organizacijose yra sunkiai realizuojamas d÷l jos sud÷tingumo. Dažniausiai 
organizacijos padaliniai turi savo duomenų bazes, kurių schemos yra bendros schemos komponentai ir gali būti 
integruojamos į vieną globalią duomenų baz÷s schemą. Informacijos sistemos dažnai kinta, nes keičiasi vartotojų 
poreikiai. Dažniausiai netikslinga ir neįmanoma vietoj organizacijoje naudojamų skirtingų, netgi skirtingais duomenų 
modeliais pagrįstų duomenų bazių, naudoti vieną duomenų bazę, tod÷l šiuo atveju naudojamos federacin÷s duomenų 
baz÷s. Globali federacin÷ duomenų baz÷ pateikia visų duomenų bazių schemas kaip vieną bendrą schemą, nors 
kiekviena lokali duomenų baz÷ dirba autonomiškai. 
Sudarant federacines duomenų bazes, skiriamos penkių lygių schemos: lokaliosios schemos, komponentų 
schemos, eksporto schemos, federacin÷ schema, išorin÷ schema. Kiekvienos duomenų baz÷s lokalioji schema 
transformuojama iš duomenų modelio, kurį palaiko duomenų baz÷, į kanoninio modelio komponentinę schemą. 
Komponentin÷se schemose išrenkami schemų poaibiai, eksporto schemos, kurios integruojamos į federacinę schemą. 
Iš federacin÷s schemos išvedamos vartotojams pritaikytos išorin÷s schemos. 
Lokaliosios schemos dažniausiai būna reliacin÷s, o komponentin÷s remiasi kanoniniu duomenų modeliu. 
Kanoniniu duomenų modeliu gali būti pasirinktas tiek semantiškai skurdus, tiek turtingas duomenų modelis. 
Duomenų modelį sudaro struktūros, operacijos ir integralumo apribojimai [5]. Duomenų modelio galimyb÷ 
atspind÷ti realų pasaulį susideda iš dviejų faktorių: išraiškingumo ir semantinio reliatyvumo [9]. Dažniausiai, 
sudarant federacines duomenų bazes, kanoniniais duomenų modeliais pasirenkami turtingi, objektinių charakteristikų 
turintys duomenų modeliai. Literatūroje minima, kad kanoniniu duomenų modeliu neretai pasirenkamas EER 
modelis, literatūroje aprašomi ir kiti kanoniniai duomenų modeliai (pavyzdžiui, skurdus bendrinis integracijos 
modelis [10]). Darbe siūlomas kanoninis duomenų modelis duomenų bazių schemoms integruoti ir aprašomi 
algoritmai reliacin÷ms ir objektin÷ms schemoms transformuoti į kanonines schemas, schemoms integruoti ir išvesti 
OWL struktūras. 
2. Algoritmas schemoms integruoti 
Kiekvieną schemą siūloma transformuoti į kanoninį duomenų modelį, kurį sudaro atributai ir apribojimai 
(apribojimais laikomos funkcin÷s, jungimo/projekcijos, poaibio priklausomyb÷s). Kanoninio duomenų modelio 
grafin÷ interpretacija pavaizduota (1 pav., b). Kai kuriais atvejais funkcin÷s priklausomyb÷s nevisiškai apibūdina 
dalykinę sritį, tod÷l kanoniniame modelyje naudojamos ir jungimo/projekcijos priklausomyb÷s. Pateikiamas 
algoritmas kelių duomenų bazių schemoms integruoti: 
1. Kiekvieną duomenų baz÷s schemą transformuoti į kanoninį duomenų modelį. 
2. Komponentines schemas sujungti į vieną globalią schemą, randant atributų ir apribojimų sąjungą. 
Jungiant komponentines schemas į vieną, gali tekti pertvarkyti esamus apribojimus ir įvesti apribojimų tarp 
skirtingose schemose esančių struktūrų. 
3. Įvertinti poaibio priklausomybes tarp skirtingose duomenų baz÷se saugojamų egzempliorių. 
4. Schemose rasti semantiškai ekvivalenčias struktūras ir išspręsti struktūrinius konfliktus. 
5. Naudojant modifikuotą sintez÷s metodą, rasti struktūrinius tipus. Modifikuotas sintez÷s metodas 
struktūriniams tipams sudaryti įvertina ne tik funkcines, bet ir jungimo/projekcijos priklausomybes. 
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6. Iš gautų struktūrinių tipų apskaičiuoti OWL struktūras ir modelį atvaizduoti OWL kalba. 
Transformacijų tarp ontologijų ir kitų duomenų modelių literatūroje yra siūloma, tačiau nedaug (pavyzdžiui, [12]). 
Reliacin÷ms duomenų baz÷ms atvaizduoti į ontologijas yra pasiūlyta kalbų [1,2,11], tačiau pasiūlyti sprendimai n÷ra 
automatizuoti. 
3. Reliacinių ir objektinių schemų transformacijos į kanoninį modelį 
Funkcinių priklausomybių apskaičiavimas iš turimos reliacin÷s schemos n÷ra trivialus uždavinys. 
Paprasčiausias būdas – universaliąją schemą gauti išvardinant visų santykių schemų atributus, o funkcines 
priklausomybes išvesti tik iš rakto priklausomybių – gerai veikia tik esant paprastoms schemoms (kai dvi santykių 
schemas jungia tik viena išorinio rakto priklausomyb÷, o schemoje n÷ra ciklų). Neretai reliacin÷se schemose dvi 
santykių schemos siejamos daugiau nei viena išorinio rakto priklausomybe, o universaliojoje schemoje atributai 
kopijuojami kiekvienai rolei, taigi atributų skaičius labai stipriai išauga. Siūlomas algoritmas reliacinei schemai 
transformuoti į kanoninę (jo taikymo pavyzdys pateiktas (1 pav.)): 
1. Iš kiekvienos santykio schemos atkurti rakto/unikalaus atributų rinkinio priklausomybes (santykio 
schema be vaidmens). Iš kiekvienos santykio schemos },...,,{ 21 nAAAR =  atkurti funkcines priklausomybes 
RXRXRX m →→→ ,...,, 21 , čia },...,,{ 21 riiii AAAX = , mi ,...,2,1=  – santykio schemos 
identifikatoriai. 
2. Analizuojant kiekvieną santykio schemos vaidmenį, kopijuoti atributus ir funkcines priklausomybes, 
atkurtas iš santykio schemos be vaidmens, t.y. santykio schemos },...,,{ 21 nAAAR =  vaidmeniui FK  sukurti 
funkcines priklausomybes '',...,'','' 21 RXRXRX m →→→ , čia }',...,','{' 21 riiii AAAX = , mi ,...,2,1= , 
}',...,','{' 21 nAAAR = . 
3. Sujungti sinonimus, išsaugant funkcines priklausomybes. Jei santykio schemos R  ir S  yra susietos 
išorinio rakto priklausomybe FK , santykis R  yra pagrindinis, o S  – detalusis, išorinio rakto priklausomyb÷ FK  
apriboja ),...,,( 21 nXXX , SX i ∈  reikšmes taip, kad jos yra ),...,,( 21 nYYY , RYi ∈  poaibis, tai iX  ir iY  
FK  vaidmenyje yra sinonimai ir juos galima sujungti. 
4. Įvertinant vaidmenis, kopijuotus atributus }',...,','{' 21 nAAAR =  susieti poaibio priklausomybe su 
atributais },...,,{ 21 nAAAR = , gautais analizuojant santykio schemą be vaidmens: 
),...,,()',...,','( 2121 nn AAAAAA ⊆  (siūloma tokią poaibio priklausomybę vadinti sud÷tine poaibio 
priklausomybe). Iš ),...,,()',...,','( 2121 nn AAAAAA ⊆  išplaukia ii AA ∈' . Jei poaibio priklausomyb÷ yra 
dvikrypt÷, t.y. ),...,,()',...,','( 2121 nn AAAAAA ⊆  ir )',...,','(),...,,( 2121 nn AAAAAA ⊆ , atributai iA , 
'iA , ni ,...,2,1=  yra sinonimai ir juos galima sujungti. 
Jungimo/projekcijos priklausomybę, neanalizuojant duomenų, galima rasti nagrin÷jant jau egzistuojančią 
schemą (ją galima interpretuoti kaip „supjaustytą“ universaliąją schemą): visi atributai yra universalioji schema, o 
jungimo/projekcijos priklausomyb÷s komponentai – reliacin÷s schemos santykių schemos. 
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1 pav. Reliacin÷ (a) ir iš jos gauta kanonin÷ (b) schemos 
Reliacin÷s schemos yra skurdžios, jų santykių schemos tarpusavyje siejamos išorinio rakto ryšiais. Vieną 
išorinio rakto priklausomybę atitinka viena asociacija tarp santykių schemų. Funkcinių priklausomybių atkūrimas iš 
objektin÷s schemos yra sud÷tingesnis. Ryšys gali būti dvikryptis, t.y. pirma klas÷ gali tur÷ti antros klas÷s tipo 
atributą, o antra klas÷ – pirmos klas÷s tipo atributą, tačiau gali būti ir vienkryptis, taigi iškyla problema nustatyti, ar 
ryšys iš pirmos klas÷s į antrąją ir iš antrosios į pirmąją yra tas pats. Poaibio, funkcin÷s ir jungimo/projekcijos 
priklausomyb÷s iš objektin÷s schemos atkuriamos pagal šį algoritmą: 
1. Identifikuojami visi ryšiai tarp klasių. Ryšiai tarp klasių pagal kardinalumą (neįvertinant privalomumo) 
skirstomi į „vienas-vienas“, „vienas-daug“ ir „daug-daug“, kiekvieno ryšio galas gali tur÷ti kardinalumą „vienas“ ir 
„daug“. Jei klas÷s kardinalumas ryšyje yra „vienas“, atributas klas÷je sukuriamas, priešingu atveju pašalinamas. 
2. Kiekvienai klasei surandami unikalūs atributų rinkiniai ir deklaruojamos funkcin÷s priklausomyb÷s: 
visi atributai funkciškai priklauso nuo unikalių atributų. Tam tikrais atvejais (pavyzdžiui, klas÷ neturi atributų arba 
visi atributai neidentifikuoja egzemplioriaus) unikaliu atributu gali būti objektinis identifikatorius. 
3. Esant klasių apibendrinimo hierarchijai, paveldinti klas÷ paveldi visus atributus iš bazin÷s klas÷s, 
atributai kopijuojami, sukuriamos sud÷tin÷s poaibio priklausomyb÷s. Objektin÷je schemoje egzistuojančios 
supertipo/subtipo priklausomyb÷s modeliuojamos kaip poaibio priklausomyb÷s. 
4. Kiekvienam klas÷s vaidmeniui, kai klas÷s kardinalumas ryšyje yra „daug“, t.y. kai ryšiu susijusi klas÷ 
turi vienareikšmį atributą ryšiui, atributai kopijuojami, nukopijuoti atributai sujungiami poaibio priklausomybe su 
klas÷s atributais. 
5. Kiekvienam „daug-daug“ ryšiui kopijuojami unikalūs atributai iš kiekvienos klas÷s ir sujungiami 
atitinkamomis poaibio priklausomyb÷mis. 
4. Kanoninių schemų integracija ir struktūrinių tipų radimas 
Integruojant kanonines schemas, ryšiai tarp schemų egzempliorių įvertinami, naudojant sud÷tines poaibio 
priklausomybes. Integruojant funkcin÷s priklausomyb÷s perskaičiuojamos paprastai: randama jų sąjunga. Funkcin÷s 
priklausomyb÷s siejamos su atributais, kurie yra universaliosios schemos poaibis, ir, papildžius universaliąją schemą 
naujais atributais, išlieka teisingos. Jungimo/projekcijos priklausomyb÷s apima visą universaliąją schemą, tod÷l, ją 
papildžius naujais atributais, jungimo/projekcijos priklausomyb÷s komponentus reikia modifikuoti. Universalų 
jungimo/projekcijos priklausomybių perskaičiavimo algoritmą pateikti sunku, jis gali būti atliekamas dalykin÷s 
srities eksperto intuityviai. 2 pav. pateikiamas schemų integracijos pavyzdys. 
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2 pav. Schema (c), gauta integravus reliacinę (a) ir objektinę (b) schemas 
Struktūrinių tipų sintez÷s algoritmas pateikiamas literatūroje [4,7]. Šis algoritmas leidžia vienareikšmiškai 
suprojektuoti 3NF reliacinę schemą be turimų funkcinių priklausomybių nuostolių. Šio algoritmo id÷ja yra 
minimizuoti turimas funkcines priklausomybes ir iš jų tiesiogiai išvesti struktūrinius tipus – vienas struktūrinis tipas 
skiriamas vienai sud÷tinei funkcinei priklausomybei. Radus struktūrinius tipus, jei reikia, randamas universalusis 
struktūrinis tipas. Literatūroje pateikiama universaliojo struktūrinio tipo sąvoka atitinka universalųjį raktą – t.y. nuo 
jį sudarančių atributų funkciškai priklauso visi universaliosios schemas atributai. Struktūrinių tipų sintez÷s algoritmo 
trūkumas yra tai, kad jis neįvertina daugiareikšmių ir jungimo/projekcijos priklausomybių, laikoma, kad tokios 
funkcin÷s priklausomyb÷s neegzistuoja. 
Siūloma struktūrinių tipų sintez÷s metodą pakeisti taip, kad būtų įvertinamos jungimo/projekcijos 
priklausomyb÷s. Kadangi kiekviena daugiareikšm÷ priklausomyb÷ yra jungimo/projekcijos priklausomyb÷, įvertinant 
jungimo/projekcijos priklausomybes, daugiareikšm÷s priklausomyb÷s taip pat įvertinamos. 
Sintez÷s algoritmą siūloma papildyti veiksmais, atliekamais apskaičiavus struktūrinius tipus.  
1. Pašalinti visas iš funkcinių priklausomybių išvedamas ir trivialiąsias jungimo/projekcijos 
priklausomybes – funkcin÷s priklausomyb÷s įvertinamos standartiniame struktūrinių tipų sintez÷s metode. 
2. Jei n÷ra n÷ vienos jungimo/projekcijos priklausomyb÷s universaliojoje schemoje, rasti universalųjį 
struktūrinį tipą. Jei universaliojo struktūrinio tipo atributai ekvivalentūs anksčiau rasto struktūrinio tipo 
identifikatoriui, universalusis struktūrinis tipas su juo sujungiamas. 
3. Neišvedamas jungimo/projekcijos priklausomybes pertvarkyti taip, kad būtų gautas kuo mažesnis 
jungimo/projekcijos priklausomybių skaičius. 
4. Kiekvienos jungimo/projekcijos priklausomyb÷s kiekvienam komponentui sukurti struktūrinį tipą 
},...,,{ 21 nTTTT = . Jei neegzistuoja iT , },...,1{ ni∈  toks, kad TTT i →\ , struktūrinį tipą palikti, priešingu 
atveju, struktūrinį tipą pertvarkyti – pašalinti atributą iT  ir iš naujo ieškoti atributo, kurį galima būtų pašalinti. 
5. OWL struktūrų radimas 
Gauti struktūriniai tipai gali būti pertvarkyti į OWL [6] duomenų modelį pagal šias taisykles: 
1. Kiekvienam atributui sukuriama klas÷ su šiuo atributu. Struktūriniuose tipuose atributams priskiriamas 
tipas – atributo klas÷. Nurodoma, kad atributo reikšm÷ yra unikali. Šis žingsnis reikalingas d÷l OWL savitumo: ryšiai 
tarp klasių suprantami kaip funkcijos, o funkcijų apibr÷žimo ir reikšmių sritimis gali būti tik klas÷s. 
2. Kiekvienam ryšiui (struktūrinio tipo identifikatoriui) sukuriama klas÷, jei jį sudaro daugiau nei vienas 
atributas. Klas÷s 1C  neidentifikuojanti atributų grup÷, susieta poaibio priklausomybe su klase 2C , keičiama vienu 
tos klas÷s tipo atributu, jei į ją įeina 2C  identifikatorius. Taip užtikrinama, kad kiekvienoje asociacijoje tarp 
struktūrinių tipų dalyvautų tik vienas atributas. 
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3. Įvertinant poaibio priklausomybes tarp atributų, sukuriama klasių hierarchija. Klas÷ 1C  paveldi klasę 
2C , jei 1C  identifikatorius poaibio priklausomybe susietas su 2C  identifikatoriumi. Įvertinant atributų poaibio 
priklausomybes, 1C  ir 2C  atitinkami atributai tarpusavyje susiejami poaibio priklausomybe (rdfs:subPropertyOf) 
[8]. 
4. Jei klas÷ 1C  paveldi 2C , klas÷s 1C  ir 2C  sujungiamos į vieną, jei tenkinamos dvi sąlygos: 
4.1. 1C  ir 2C  atributų aib÷s sutampa (klas÷s išskiriamos bendrų atributų pagrindu); 
4.2. Sujungimas neduoda funkcinių priklausomybių nuostolių. Jei klasių 1C  ir 2C  atributų aib÷s sutampa, 
o 1C  egzemplioriams teisinga funkcin÷ priklausomyb÷ YX → , 1CX ⊆ , 1CY ⊆ , kuri neteisinga 2C  
egzemplioriams, klasių sujungti negalima. 
5. Kiekvienam „vienas-daug“ ryšiui tarp klasių sukuriamas daugiareikšmis atributas klas÷je, kuri ryšyje 
dalyvauja daug kartų. Įsimenama, kad šie atributai priklauso tam pačiam ryšiui (owl:inverseOf). 
6. Jei struktūrinis tipas C  sudarytas tik iš 1C  ir 2C  tipo atributų ir identifikuojamas šiais dviem 
atributais, 1C  ir 2C  sieja ryšys „daug-daug“. Sukuriami daugiareikšmiai atributai klas÷se 1C  ir 2C . Įsimenama, 
kad šie atributai priklauso tam pačiam ryšiui. 
7. Jei klas÷ C  n÷ra paveldima, ją sudaro vienintelis atributas, su klase poaibio priklausomybe susietas 
vienintelis klas÷s 'C  atributas ir visi klas÷s C  egzemplioriai dalyvauja šiame ryšyje, klas÷ C  panaikinama, o 
atributui, susietam poaibio priklausomybe su klase C , keičiamas tipas į panaikintos klas÷s atributo tipą. Taip gali 
būti panaikinama dalis pirmajame algoritmo etape sukurtų klasių, sudarytų iš vieno atributo. 
Naudojant pateiktą algoritmą, gaunama schema n÷ra semantiškai normalizuota. Siekiant gauti semantiškai 
normalizuotą schemą, reiktų įvertinti atributų kardinalumus ir coexist priklausomybes: kiekvienai neprivalomai 
klas÷s atributų grupei, susietai coexist ryšiu, reiktų sukurti poklasį. Tačiau taip būtų gaunama labai daug klasių 
(praktiškai duomenų bazių schemose daug atributų yra neprivalomi) ir dalykin÷s srities vaizdas taptų sud÷tingas. 
6. Išvados 
1. Schemoms integruoti pasiūlytas integracijos modelis, kurį naudojant galima pasiekti 
vienareikšmiškumą ir iš dalies automatizuotumą. Aprašyti algoritmai schemoms integruoti, dalis pasiūlytų algoritmų 
žingsnių gali būti vykdomi automatiškai, tačiau visiškai automatizuotas schemų integravimas yra labai sunkus. 
2. Schemoms integruoti pasiūlytas kanoninis duomenų modelis, kurį sudaro atributai ir apribojimai 
(funkcin÷s, jungimo/projekcijos, poaibio priklausomyb÷s). Integracijos algoritmas geriausiai veikia, kai schemų 
egzempliorius sieja nesud÷tingi ryšiai (poaibio priklausomyb÷s), esant sud÷tingesniems ryšiams tarp egzempliorių (iš 
dalies persidengiančioms egzempliorių aib÷ms), geriau tinka kiti integracijos modeliai (pavyzdžiui, bendrinis). 
3. Kanoniniu modeliu pasirinktas semantiškai skurdus duomenų modelis, tačiau pasiūlytos taisykl÷s 
semantiškai turtingam OWL modeliui išvesti iš kanoninio. Semantiškai skurdžias schemas yra paprasčiau integruoti, 
tačiau vartotojui patogiau tur÷ti semantiškai turtingą modelį. 
4. Aprašytos transformacijos integruojamoms reliacin÷ms schemoms transformuoti į kanoninę schemą, 
kanoninei schemai pertvarkyti į struktūrinius tipus ir OWL. Reliacinio modelio atvaizdavimas į kanoninį duomenų 
modelį yra lengviau automatizuojamas nei objektinio. 
5. Pasiūlytas modifikuotas sintez÷s algoritmas duoda kokybiškesnius rezultatus nei standartinis sintez÷s 
algoritmas, kai schemoje egzistuoja jungimo/projekcijos priklausomyb÷s (standartinis algoritmas 
jungimo/projekcijos priklausomybių neįvertina). 
6. Literatūroje n÷ra pasiūlyta pakankamai transformavimo tarp ontologijų ir kitų duomenų modelių 
algoritmų. Pasiūlytas vienareikšmius rezultatus duodantis algoritmas struktūriniams tipams pertvarkyti į OWL, 
besiremiantis žinomomis objektinių struktūrų išvedimo iš reliacinių taisykl÷mis. OWL modelis pasirinktas d÷l 
turtingumo, standartiškumo, vienareikšmiškumo, jam interpretuoti sukurtos programin÷s įrangos gausos. 
7. Integracijos modelis gali būti išpl÷totas, pasiūlant automatizuotą jungimo/projekcijos priklausomybių 
perskaičiavimo algoritmą, apibendrinant vaidmenų suteikimą santykių schemoms ir klas÷ms bei numatant, kaip 
galima įvertinti sud÷tingesnius nei poaibio priklausomyb÷s ryšius tarp schemų egzempliorių. 
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INTEGRATION MODEL OF OBJECT AND RELATIONAL SCHEMAS 
In this paper the algorithm for integrating object and relational schemas is described. Canonical data model, 
which consists of attributes and constraints (functional, join and subset dependencies), is proposed. Algorithms are 
given for transforming relational and object schemas to canonical schema, integrating canonical schemas, 
transforming canonical schema to structural types (using modified synthesis algorithm) and OWL. 
2 priedas. Realizuotos programin÷s įrangos aprašymas 
Norint įsitikinti darbe aprašytų id÷jų teisingumu bei pagrįstumu, sukurta programin÷ įranga, 
realizuojanti darbe aprašytus algoritmus. Programin÷s įrangos kodą galima rasti adresu 
<https://opensvn.csie.org/SchemaEngineering/>. Programinei įrangai kurti naudota: Java 
Platform, Standard Edition 1.5, Eclipse 3.3.0 (integruota kūrimo aplinka), JUnit 4 (vienetų 
testams rašyti ir vykdyti), OWL API 2.2.0 (biblioteka darbui su OWL), HSQLDB 1.8.0, Oracle 
10g, Microsoft SQL Server 2005 1.2 JDBC tvarkykl÷s, Subversion (versijų kontrol÷s sistema). 
Programin÷ įranga realizuota kaip biblioteka, turi programavimo sąsają (angl. API), gali būti 
naudojama kitų Java programų. Sukurta programin÷ įranga grafin÷s vartotojo sąsajos (angl. GUI) 
neturi. Programin÷ įranga atlieka šias funkcijas: 
Duomenų bazių schemų nuskaitymas. Išbandytas duomenų bazių schemų nuskaitymas iš 
HSQLDB, Oracle, Microsoft SQL Server DBVS. Duomenų bazių schemų nuskaitymui 
naudojamos standartin÷s JDBC API funkcijos, tod÷l schemas nuskaityti galima ir iš kitų DBVS, 
turinčių JDBC tvarkykles. Programin÷je įrangoje galima nurodyti lentelių tipų (galimi lentelių 
tipai – lentel÷s, vaizdai ir sinonimai), schemų ir pavadinimų filtrus. 
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Schemų transformacija į kanoninį duomenų modelį. Programin÷je įrangoje realizuotas 
paprogramis reliacinių schemų transformacijai į kanoninį duomenų modelį pagal 3.2.1 skyriuje 
aprašytą algoritmą. 
Struktūrinių tipų radimas modifikuotu sintez÷s metodu. Programin÷je įrangoje realizuotas 
struktūrinių tipų radimas 3.4 skyriuje aprašytu modifikuotu sintez÷s metodu. Nenurodant 
jungimo/projekcijos priklausomybių, paprogramis struktūrinius tipus randa standartiniu sintez÷s 
metodu. 
OWL struktūrų išvedimas. OWL struktūrų išvedimas realizuotas pagal 3.4 skyriuje aprašytą 
algoritmą, struktūrų vardai yra generuojami, tod÷l gali būti gaunami neintuityvūs. 
Hipotezių apie jungimo/projekcijos priklausomybes tikrinimas. Programin÷ įranga gali 
3.6.1 skyriuje aprašytu būdu patikrinti, ar duomenų baz÷je egzistuojantys duomenys 
neprieštarauja tam tikrai jungimo/projekcijos priklausomybei.  
Sukurtos bibliotekos svarbiausios klas÷s, ryšiai ir metodai pavaizduoti (9.1 pav.) klasių 
diagramoje. 
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9.1 pav. Realizuotos bibliotekos klasių diagrama 
Išbandžius aprašytus algoritmus su sukurta programine įranga, įsitikinta, kad aprašyti 
algoritmai veikia. Dalis algoritmų buvo projektuojami lygiagrečiai su programin÷s įrangos 
kūrimu, kūrimo metu eksperimentuojant rasti algoritmų trūkumai buvo ištaisyti. 
