We present a method for encoding first order proofs in SMT. Our implementation, called ChewTPTP-SMT, transforms a set of first order clauses into a propositional encoding (modulo theories) of the existence of a rigid first order connection tableau and the satisfiability of unification constraints, which is then fed to Yices. For the unification constraints, terms are represented as recursive datatypes, and unification constraints are equations on terms. The finiteness of the tableau is encoded by linear real arithmetic inequalities. We compare our implementation with our previous implementation ChewTPTP-SAT, encoding rigid connection tableau in SAT, and show that for Horn clauses many fewer propositional clauses are generated by ChewTPTP-SMT, and ChewTPTP-SMT is much faster than ChewTPTP-SAT. This is not the case for our non-Horn clause encoding. We explain this, and we conjecture a rule of thumb on when to use theories in encoding a problem.
Introduction
Recent techniques in SAT solving have resulted in extremely fast procedures for solving propositional satisfiability problems [8] , based on the DPLL method [4] . As an application of these techniques, we have developed an automated theorem prover called ChewTPTP-SAT [6] , which encodes rigid first order theorem proving problems as SAT problems, and solves those SAT problems using Minisat [8] .
Rigid unsatisfiability has been studied as early as [3, 1] . A set of first order clauses is rigidly unsatisfiable if and only if there exists a closed rigid connection tableau for that set of clauses [10] . Our encoding uses this fact and solves the satisfiability of a set of rigid clauses by encoding the existence of a rigid connection tableau in SAT.
A set of Horn clauses is encoded by creating propositional clauses representing the following requirements of a tableau T : (1) The root of the tableau must be a clause with only negative literals. (2) If a clause is in the tableau, then all its negative literals are in the tableau. (3) If a negative literal is in the tableau, then it must be extended by some clause. (4) If a negative literal ¬A is extended by a clause C, then A must unify with the positive literal in C. (5) All unifications must be consistent with each other. (6) The tableau must be finite, i.e., there is no cycle.
For connection tableaux for non-Horn clauses, literals are either extended or complementary to an ancestor literal in its branch. For efficiency reasons, we choose to encode a clause tableau as a DAG. So there may be many branches from the root to a node. Therefore, we encode the fact that each literal L in the tableau must either be extended or all paths from the root to that node must contain a literal complementary to L. A tableau may have the same clause on different branches, and those branches may be closed with different literals. Therefore, we may have to add more instances of clauses to find a closed tableau. This cannot be avoided, since rigid Horn clause satisfiability is NP -complete, but rigid non-Horn clause satisfiability is Σ p 2 -complete [9] . However, because of the DAG structure, we can often encode many instances of a clause with just one instance.
Since we encode rigid proofs, the proof of unsatisfiability of a set of clauses may require repeating the encoding with fresh variants of each clause. However, there are also applications which really require rigid proofs [5] .
Our original ChewTPTP-SAT implementation [6] performed well on some problems, but some of the encodings created huge sets of clauses. Some parts of our encoding represented choices made, such as which clause to extend each literal with. But other parts of our encoding represented deterministic procedures, such as deciding the consistency of unification constraints and deciding the acyclicity of the DAG, which verifies that a particular property holds of the DAG. Furthermore, in experimental results with Horn clauses, approximately 99% of the clauses generated were encoding the determinstic procedures, and only about 1% represented the choices. We had an eager encoding of unification and acyclicity. We decided the implementation would be more efficient if unification and acyclicity were encoded lazily and implemented these changes in ChewTPTP-SMT. It makes sense to expresses choices involved in building the tableau using SAT, and verifcation of unification and acyclicity using underlying theories. Therefore, we chose to encode our problem as Satisfiability modulo Theories [12] , and we replaced Minisat [8] with Yices [7] .
Yices has a theory for recursive datatypes, which can be used to represent terms. A term can be defined by using function symbols as constructors. Each function symbol of arity n is a constructor with n arguments. Constants are constructors with no arguments. Predicate symbols are viewed the same as function symbols. Variables are instances of terms. Then unification is represented as equality of terms. We represent acyclicity using linear arithmetic. Consider a graph G = (V, E). If an edge (u, v) exists in E, then we assert an inequality x u < x v for some real numbers x u and x v . Then G is acyclic if and only if the set of inequalities is consistent.
In this paper, we describe our implementation of ChewTPTP-SMT, and compare our results with ChewTPTP-SAT. We show that in the Horn encoding, ChewTPTP-SMT produces far fewer clauses than ChewTPTP-SAT. The time needed to decide the satisfiability is also drastically reduced. This is not the case for non-Horn clauses. We explain why this is the case and give a rule of thumb for when theories should be used for encoding.
Clausal Tableau
See [2] for a detailed description of first order logic and a background discussion on the validity of a first order logic formula.
We use the following definition of tableau [10] . (Closure rule) Suppose L ij is the literal at N and for some predecessor node with literal L pq such that L ij and ¬L pq are unifiable. Construct T from T by applying the unifier to T and labeling the branch containing L ij as closed.
T is a clausal tableaux for S.
A clause which is added to the root node is called the start clause and we say that a clause is in a tableaux if the clause was used in an application of the expansion rule. Definition 2.2 A clausal tableaux is tightly connected if each clause (except the start clause) in the tableaux contains some literal which is unifiable with the negation of its predecessor.
Connected clausal tableaux use an additional rule called extension rule.
Definition 2.3 (Extension Rule)
Let N be a node in the tableau T and let C k be a clause in S such that there exists a literal L ik in C k which is unifiable with the negation of N. Apply the expansion rule with C k and immediately apply the closure rule with L ik .
Definition 2.4
The calculus for connection tableaux consists of the expansion rule (for the start clause only), the closure rule, and the extension rule.
We call a tableau closed if each leaf node has been closed by an application of the closure rule. By [11] we can require that the start clause is a negative clause since there exists a negative clause in any minimally unsatisfiable set.
Rigid Unsatisfiability
The main problem in Automated Theorem Proving is to determine if a set of hypotheses implies a conclusion, or equivalently that a formula F is unsatisfiable. We will assume that F is in CNF. The problem of rigid unsatisfiability of F is to determine whether there exists a ground instance of F which is unsatisfiable. A rigid tableau is a tableau in which multiple instances of a clause appearing in the tableau are identical copies of the clause appearing in F . One result of Tableaux Theory is the completeness and soundness of closed connection tableaux.
Theorem 2.5
There exists a closed connection (rigid) tableau for F iff F is (rigidly) unsatisfiable [10] .
Tableau Encoding
Our method to determine the rigid unsatisfiability of F generates a set S of propositional logic clauses modulo the theories of unification and arithmetic for F which encodes a rigid closed connection tableau for F and tests the satisfiability of S with a SMT solver.
We provide two encodings, the first for problems containing only Horn clauses and the second for those containing non-Horn clauses. Given F we enumerate each of the clauses in F and each of the literals in each clause. We denote clause i by C i and denote the j th literal in clause i by L ij . We denote A ij to be the atom of L ij . Therefore L ij is either of the form A ij or ¬A ij .
Encoding for Horn Clauses
Let F be a set of first order logic formulas.
We define a set of propositional variables c m , l mn , e mnq , disjoint from the symbols in F , as follows: Define c m = T iff C m appears in the tableau. Define l mn = T iff L mn is an internal node in the tableau. Define e mnq = T iff C q is an extension of L mn . For each pair of clauses C i and C j we define x i < x j = T (where x i and x j do not exist in F ) iff there exists a path from C i to C j . For each pair of atoms A i and A j in F , we define (A i = A j ) = T iff A i and A j are the two atoms involved in an application of the closure rule.
Below we list the set of clauses that we generate and provide their meaning. At least one clause containing only negative literals appears in the tableau:
Cm is a negative clause
If C m appears in the tableau and L mn is a negative literal then L mn is an internal node in the tableau:
If L mn is an internal node in the tableau then for some q j , C q j is an extension of L mn :
where {C q 1 ...C q k } represent the set of all clauses whose positive literals are unifiable with L mn If C q is an extension of L mn then C q exists in the tableau:
If C q is an extension of L mn and L qr is the positive literal in C q then A mn and A qr are unifiable:
If C q is an extension of L mn then there is a path from C m to C q :
The encoding is satisfiable if and only if the original set of first order Horn clauses is rigidly unsatisfiable. We encode non-rigid unsatisfiability by continually adding new instances of each clause, renamed apart.
Encoding for Non-Horn Clauses
For non-Horn problems we use a different set of variables and generate a different set of clauses. Note: we say that two literals are complementary if they have opposite signs and their atoms are unifiable.
We define the variables, disjoint from the symbols in F
and A j in F , we define (A i = A j ) = T iff A i and A j are the two atoms involved in an application of the closure rule.
The clauses are as follows.
There exists a start clause in the tableau which only contains negative literals:
sm is a negative clause
If C m is the start clause in the tableau then each literal L mn of C m is in the tableau:
If C i appears in the tableau and L ij is the complement of a literal in its parent then all other literals of C i are in the tableau:
If L ij exists in the tableau and is not a leaf node created by an application of the closure rule then either every branch ending at L ij is closed or there is an extension of L ij :
If L ij is extended with C k then C k is in the tableau and some L kl of C k is the complement of L ij : e ijkl ⇒ c kl (11) If clause C m is an extension of L ij and literals L ij and L ml are complements then A ij and A ml are unifiable.
If L ij and L kl are a pair used in a closure then they must be unifiable:
If L ij has the same sign as L kl or their respective atoms are not unifiable then they are not complements:
¬o ijkl where L ij and L kl are not unifiable (14) If every path through L kl to leaf L ij is closed and C k is an extension of L mn then either L ij is a complement of L mn or every path through L mn to L ij is closed:
If C k is an extension of L ij then there is a path from clause C i to clause
If C i is the start clause then there are no inferences into any of the literals in C i :
If C i is the start clause, L mn is a leaf, and all paths that traverse L ij to L mn are closed, then L ij and L mn are complementary:
We represent our tableau as a DAG, so there is some structure sharing. But even with the structure sharing, a non-Horn clause tableau may need more than one instance of the same clause. Rigid unsatisfiability could be determined by continually adding identical instances of a clause. Non-Horn encoding could also be extended to the non-rigid case in the same way as the Horn encoding.
Implementation and Experimental Results
We have implemented our tableau encoding in our theorem prover ChewTPTP-SMT, which is an extension of ChewTPTP-SAT [6] .
In ChewTPTP-SAT, instead of using theories, we encoded the consistency of the unifiers and the acyclicity of the tableau with additional propositional clauses. To encode the consistency of the unifiers, we encoded the equations that would be created if a unification algorithm was run. We do not know ahead of time which unifiers we will have to create, so we encode everything that can possibly occur when the unification algorithm is run. To encode the absence of a cycle, we encode the existence of a path from one clause to another and the fact that there is no path from a clause to itself. This requires encoding all possible transitivity and irreflexivity axioms that may occur.
Our implementation allows the user to decide whether ChewTPTP encodes the problem as a SAT problem or an SMT problem. If the user chooses SMT, our implementation uses Yices to test the satisfiability of the encoding. If the user chooses SAT, then the user can also choose whether to test the satisfiability using Yices or Minisat, with a DIMACS encoding of SAT.
We tested our prover in all three settings on a subset of TPTP [13] problems. Tables 1-4 provide empirical data from these tests.
SMT-Y denotes our prover run in SMT mode, SAT-Y is SAT mode using Yices, and SAT-M is SAT mode using Minisat. For Horn clauses, we ran ChewTPTP on all the Horn problems in the TPTP database, but for nonHorn we only had time to run it through the GRP problems. We report all problems that both provers solved within five minutes but SAT-M took greater than one second. We believe the problems in these tables are representative of the overall results. Columns in the table show the running time of each method, the clause generation time rounded off to the nearest second, the number of clauses generated, and the number of variables generated for each method. We also show whether or not the problem is rigidly satisfiable. For these experiments, we only tested rigid satisfiability with one instance of each clause.
We wanted to see if working modulo theories would improve the performance of ChewTPTP. In the Horn case the running time was reduced significantly, except for a small percentage of exceptions. In the non-Horn case, working modulo theories often increased the running time. Generally, Yices was faster than Minisat on SAT problems without theories.
We believe we have an explanation for our results. In the Horn problems the number of clauses is reduced by an order of magnitude, whereas in the nonHorn problems the number of clauses is not reduced by much. This implies that working modulo theories is only useful when the clauses size is reduced significantly.
In the Horn encoding, everything can be encoded in O(n 2 ) except for the encoding of unification and acyclicity, which require O(n 3 ) space. When we remove the clauses used to represent unification and acyclicity, the number of clauses is now O(n 2 ). However, for the encoding of non-Horn clauses, we must encode the fact of a leaf node having a complementary literal as an ancestor. This encoding is O(n 3 ). We do not know how to encode this using the theories of Yices, so we have kept the propositional encoding. Therefore, when we remove the encoding of unification and acyclicity, the entire coding of the problem is still O(n 3 ). We conjecture a good rule of thumb for deciding when it is useful to encode properties using theories. We conjecture that if the number of clause can be reduced by a factor of n, then the coding is useful, but if the asymptotic complexity remains the same, then it is not a good idea. 
Conclusion
We have given an application of SMT to theorem proving in first order logic by encoding the existence of a rigid connection tableau in SMT. We have implemented the SMT encoding in our theorem prover ChewTPTP-SMT. We compared it with our initial version of ChewTPTP-SAT, where a rigid connection tableau was encoded in SAT. Compared to our encoding in SAT, the encoding in SMT is more natural and more efficient. As part of our encoding, we need to encode the solving of unification problems and the acyclicity of the tableau. In SAT, it was necessary to add cubically many clauses to encode the solving of unification. In addition, it was necessary to add cubically many clauses to encode the acyclicity of the Table 4 ChewTPTP Clause and Variable Count For Non-Horn Problems relation. We only needed to express edges in the tableau as inequalities. The number of clauses to represent acyclicity also dropped from a cubic number to a quadratic number.
In the Horn encoding, all the other information in the tableau can also be encoded with a quadratic number of clauses. Therefore the entire encoding of the existence of a tableau dropped from a cubic number of clauses in SAT to a quadratic number in SMT. This drastically reduced the number of clauses, and simultaneously decreased the time needed to decide the satisfiability of the clauses. There was only a small reduction in number of clauses for nonHorn clauses, because we still need to encode the fact that all paths in the tableau can be closed. Therefore the entire encoding is still cubic, and the running time was actually worse. We conjecture a rule of thumb saying that it is worthwhile to use theories if the number of clauses is reduced by a factor of n, but not worthwhile if the asymptotic number remains the same.
For future work, we hope to be able to use SMT to further reduce the representation for non-Horn clauses, ideally cutting it down to a quadratic number of clauses. It would be possible to define a theory to do this directly, but we have not yet figured out how to do it with the existing theories in Yices. In addition, in order to prove the general first order problem we also need to find a good way to decide exactly which clauses should be copied. We would like a method to decide satisfiability from rigid satisfiability. It would be useful to have an encoding of rigid clauses modulo a non-rigid theory, as discussed in [5] . This way, we could immediately identify some clauses as non-rigid, and work modulo those clauses. This paper shows the usefulness of SMT to theorem proving in first order logic. We suspect there are other logics which could also be solved efficiently using SMT.
