Dextrous manipulation is a fundamental problem in the study of multifingered robotic hands. Given a robotic hand and an object to be manipulated by the hand in an environment filled with obstacles, the main objectives of dextrous manipulation are to have the hand grasp the object and transfer it from a start configuration to a goal configuration without collision. To fulfill such a task in general, we will need: (a) a manipulation planner to generate a feasible path for the hand; and (b) a controller t o implement the planned path. In this overview paper, we define the manipulation planning problem and present a unified Control System Architecture for Multifingered Manipulation (CoSAM2). By incorporating the various kinematic and static relationships of a multifingered robotic hand system with proper sensory data inputs at different stages, CoSAM2 achieves the various objectives of dextrous manipulation. Theoretical background of the control system design along with realtime experimental results are described.
Introduction
Dextrous manipulation is a fundamental problem in the study of multifingered robotic hands. Given a robotic hand and an object to be manipulated by the hand in an environment filled with obstacles, the main objectives of dextrous manipulation are to have the hand grasp the object and transfer it from a start con- 
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Figure 1: Dextrous Manipulation System supplying the desired object wrench, avoiding collision, and respecting the position and actuator force limits of the joints. To fulfill such a task in general, we will need: (a) a manipulation planner to generate a feasible path for the hand; and (b) a controller to implement the planned path, based on the system model and sensor information, as shown in figure 1. Planning a feasible path is an extremely difficult problem which involves complex systems of constraints imposed on a high-dimensional configuration space. In the system diagram shown in figure 1, it is the planner's job to generate a feasible path from a high-level specification of the task, a model of the environment, and possibly sensor measurement. The planner may also have to modify the path in the event that the sensors detect unmodeled obstacles or other unexpected, but important features of the environment. The controller's major task is to provide the desired finger joint efforts and movements so as to make the object and contact move properly to comply with the physical law and achieve the desired motion. The main problem here is that only the robot fingers can be directly controlled by the robotic system while the manipulation objective and planned path are naturally specified in terms of object wrench, object and grasp configurations. Furthermore, the controller need to be robust to deal with the uncertainty arising from the system model, sensor noise and actuator inaccuracy. Over the years, significant strides have been made in realizing features of multifingered manipulation. The kinematics and statics underlying a multifingered manipulation system have been identified and thoroughly 0-7803-5886-4/00/$10.00@ 2000 IEEE Despite the enormous amount of research activity on multifingered robotic hands, many problems remain open and need to be solved before the robotic hands can reach the dexterity and functionality of the human hands. In this overview paper, we define the manipulation planning problem and present a unified Control System Architecture for Multifingered Manipulation (CoSAM2). By incorporating the various kinematic and static relationships of a multifingered robotic hand system with proper sensory data inputs at different stages, CoSAM2 achieves the various objectives of dextrous manipulation. Theoretical background of the control system design along with realtime experimental results are described.
Mathematic Preview
Follow the notation in [24] , this section will briefly review the kinematics and statics underlying to multifingered manipulation.
Statics
Consider a k-fingered robotic hand manipulation system as shown in figure 2. let P be the palm frame, 0 the object frame, and F, the frame of fingertip i.
Denote the object wrench, contact forces and finger joint efforts (forces or torques, depending on the joint types) as F E R6, x E R", and r E Rn, where m is the total number of contact forces and n the total number of joint efforts. These forces are related by
where G E RGxm is the grasp map, J E RmXn is the hand Jacobian and gezt E Rn is the vector of generalized forces experienced by the joints due to external loads such as gravity (and Coriolis, centripetal, and inertial loads if dynamics need to considered). In a practical robotic system, joint efforts are not unlimited. Assume that the elements of the joint effort vector are bounded by known constants: the lower bound rL E R" and the upper bound ru E Rn, then the joint limit constraints can be expressed as linear inequality constraints:
The friction constraints for contact forces are generally nonlinear, except for the frictionless contact. Take point contact with friction(PCWF) as an example. Its friction cone can be expressed as where 2,s is the normal force component at the point of contact, xi1 , xi2 are the tangential components and pi is the coefficient of Coulomb friction. In general, the contact force at each contact point i need to satisfy its own contact model 3i, which may be frictionless contact, point contact with friction or soft-finger contact. In other words, the feasible contact force of a grasp must lie within the friction cone 3 of the grasp:
Given a desired object wrench, we are interested in computing and optimizing grasp forces x and joint efforts r which can generate the wrench, which are the standard grasp force feasibility and optimization problems.
Problem 1 [Grasp Force Feasibility Problem]
Given a n object wrench F , joint external loads gezt, a grasp map G, and a hand Jacobian J , determine i f 3 x E 92" and r E R", satisfying the force equilibrium constraints (i), joint effort limit constraints (2) and fraction cone constraints (4) . (2) and fraction cone constraints (4).
Although these problems involve nonlinear friction cone constraints, they can be efficiently solved [2, 4, 5, 9, 201. More specifically, the feasible domains of these problems are convex, and physically meaningful convex objective functions can be formulated. Thus, the problems can be solved by convex programming algorithms.
Kinematics
Denote the forward kinematics of finger i by
where gpfi E S E ( 3 ) and Vpfi E se ( Let the contact configuration between the object and finger i be vi = (cxoi,@i,cxfi), where a f i E S2 and a,; E !U2 are the coordinates of contact points relative to the fingertip and the object frames, respectively, and @i is the contact angle. Various contact models, such as rolling contacts or sliding contacts, pose different constraints on feasible contact movements [23] .
In the following discussion, we will use iji to denote a subset of contact parameters whose velocities can determine the velocities of other contact parameters. Contact kinematics [23] can be used to simplify equation (9) to where G and J are, same as in equation (l), the grasp map and the hand Jacobian of the manipulation system. Since it relates object velocity to finger joint velocity directly, equation (10) has been widely used to generate finger joint velocities to accommodate the object velocity by utilizing generalized inverse method. However, this strategy doesn't take the contact movement into consideration and may cause degradation of the grasp quality as shown in the following example. The preceding example shows that the generalized inverse method with respect to equation (10) has no regard t o the quality of the resulting grasp. As manipulation proceeds, grasp quality would degrade, leading eventually to dropping of the grasped object. Therefore, in general, we need to include all kinematic variables in the manipulation planning and control.
Example 1 Consider a three-fingered robotic hand manipulating a ball as shown in figure 3. The fingertips are all cylindrically-shaped with a hemispheric top. A t the initial grasp configuration the three fingers are located along an equator with 120 degrees apart from
projected from the top is shown in figure 4 .
Dextrous Manipulation Planner
Define a configuration, or a state, of a manipulation system to be
Here we assume that the system moves slowly and satisfies quasi-static conditions. Thus we don't need t o include the velocities as state variables. Note that the kinematic variables (gpo, 7,e) are constrained by the closure constraints (8) , which define a manifold [3] and can be used to determine the values of a subset of the kinematic variables based on those of other kinematic variables that can serve as parameterization variables. Since different patches of a manifold may have different parameterization variables, we include all of the kinematic variables (gpo,q,e) in the states with the understanding that they satisfy the closure constraints (8) . (7), and 3s E Rm,r E Rn that satisfy the force equilibrium constraints (l) , joint effort limit constraints (2) and fnction cone constraints (4).
Definition 2 [Feasible Paths] A path c ( t ) , t E [0, T ] is feasible i f each configuration on the path is feasible.
'The grasp quality in this particular example and in the experiment described in section 5 is defined as the area of the triangle formed by the three contact points, which is motivated by the concept of force closure. In practice, a manipulation task may be specified only with respect t o a subset of the states. Consider a manipulation task which is to move the object from one displacement g:o to another displacement g:o. Although the task is only related to the object displacement, we still need t o plan a path for all state variables, (gpo, 7,8, F ) with the freedom t o choose initial and final (q,O, F ) as long as they make feasible configurations with g:o and gio, respectively.
Dextrous Manipulation Controller
Given a desired path (gzo, vd, Bd, If TITO is not a integer, we need t o take special care of the last time interval. However, this can be done easily and the notation(l1) will be used for simplicity.
At step IC, the tasks performed by the controller components are the following. Note that we can use screw motions [12] or piecewise screw motions to specify desired object trajectories. Geometrically, a screw motion is simple to visualize and also easy to generate. position-controlled device. We choose this architecture mainly because our experimental platform, HKUST Hand, is equipped with PID position controller for each finger. However, it would . , , , , , , 
Experiment Results
In this section, we will use a simple manipulation example conducted on HKUST hand system to show that the proposed control architecture CoSAM2 (figure 5) works correctly when the desired object wrench, object, and contact trajectories are planned properly. The manipulation task is relatively simple, which enables us to bypass the planner and to let the controller generate a feasible path. All control components perform the same computation as described in the previous section, except the contact motion generator, which will generate desired contact velocity to optimize grasp quality. More information and experimental results can be found in [18] . The task here is t o manipulate a ball with three cylindrical fingertips as shown in Figure 6 . The initial grasp configuration is q1 = (0, Recall that the manipulation task in the simulation example (figure 4) is similar to this one. In the previous case, the contact movement is not controlled by the robotic system and the manipulation task fails because of degradation of the grasp quality . On the other hand, our experimental results (figures 7 and 8) show that the grasp quality is improved (the final contacts form an equilateral triangle on the equator of the ball, which is optimal) and the grasp forces are optimized during manipulation process.
Conclusion
Dextrous manipulation is a fundamental problem in the study of multifingered robotic hands. In this overview paper, we defined the manipulation planning problem and presented a unified Control System Architecture for Multifingered Manipulation (CoSAM2). By incorporating the various kinematic and static relationships of a multifingered robotic hand system with proper sensory data inputs at different stages, CoSAM2 can achieve the various. objectives of dextrous manipulation. Theoretical background of the system design along with real-time experimental results were described. In future work, we plan to pursue several research directions to help us further understand the dextrous manipulation problem. These include the development of efficient planning algorithms, the design of controllers robust to the significant sources of uncertainty, and the incorporation of dynamics into the system model.
