Abstract. We consider an optimal control problem for an elliptic partial differential equation (PDE) with random coefficients. The control function is a deterministic, distributed forcing term that minimizes an expected quadratic regularized loss functional. We consider a Finite Element discretization of the underlying PDEs and a Gaussian-type quadrature formula to approximate the expected loss.
Introduction
In this paper we consider a risk averse optimal control problem (OCP) for an elliptic PDE with random diffusion coefficients where ω ∈ Γ denotes a random elementary event, f (u, ω) =f (y ω (u), u, ω) and y ω (u) is the solution of an elliptic PDE E(y ω (u), ω) = u with some random coefficients. Here the right hand side u is a deterministic function, in a possibly infinite dimensional space U , that acts as a control so as to minimize the functional f (·, ω), in an average sense with respect to (w.r.t.) ω. In particular, in the setting considered in this work, u → f (u, ω) is strongly convex for any ω ∈ Γ. Assuming that the randomness can be parametrized in terms of a small number M of independent random variables, the expectation appearing in the cost functional J(u) can be written as a M -dimensional integral and suitably approximated by a quadrature formula as e.g. a tensorized Gaussian quadrature, leading to an approximate optimal control problem where η j are the quadrature knots and ζ j the quadrature weights with n j=1 ζ j = 1. For a given control u, evaluating J(u) entails the computation of the n solutions {y ηj (u)} n j=1 of the underlying PDE. This approach is known in the literature as stochastic collocation method and has been analyzed e.g. in [1] . It leads, in favorable cases, to an error in the functional that converges to zero (sub)-exponentially in n, although typically exposed to the curse of dimensionality, hence acceptable only for a small number of random variables. By replacing the tensorized quadrature by a suitable sparse one (see e.g. [3, 11] ), dimension free convergence rates have been demonstrated in certain cases (see e.g. [6, 7, 14, 19] and references therein). However, in this work, we stick to the simpler setting of a tensorized Gaussian quadrature formula and a small number of random variables.
To solve the approximate OCP (2), we could consider a steepest descent hereafter called Full Gradient (FG), or a Conjugate Gradient (CG) method which would converge exponentially fast in the number of iterations, i.e. u k − u * ≤ Cρ k for some ρ ∈ (0, 1) where u k is the k-th iterate of the method and the error is measured in a suitable norm. The practical limitation of this approach is that each iteration requires the evaluation of a descent direction for J(u), which entails n solutions of the PDE and n solutions of the corresponding adjoint problem. If n is large, the cost for one single iteration may become excessively high.
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A popular technique in the machine learning community to solve optimization problems of the form (2) is the Stochastic Gradient (SG) method ( [13] ) which reads
where the gradient of only one term in the sum is evaluated at each iteration (corresponding to one primal and one adjoint computation) for a randomly drawn indice i k , and the convergence is achieved by reducing the step size τ k over the iterations. This makes the cost of each iteration affordable. The convergence of the SG method for a PDE-constrained optimal control problem with uncertain parameters has been studied in the recent work [10] in the context of a Monte Carlo approximation of the expectation appearing in (1) . In particular, we have shown that the root mean squared error E[ u k − u * ] of the SG method converges with order 1/ √ k, which is the same order of the Monte Carlo "quadrature" error, and leads to an optimal strategy and a slightly better overall complexity than a FG (or CG) approach. In the setting of this paper, however, the quadrature error decays (sub)-exponentially, and the convergence rate of 1/ √ k of the SG method would lead to a much worse complexity than a FG or a CG method.
In recent years, variants of the SG method for a finite dimensional optimization problem of the form (2) , such as the Stochastic Averaged Gradient (SAG) method [15] and the SAGA method [4] have been proposed, which recover an exponential convergence in the number of iterations, by introducing a memory term which stores all previously computed gradients in the sum and overwrite a term if the corresponding indice is re-drawn. The method presented in [4] is applicable to the case of uniform weights ζ j = 1 n , i = 1, . . . , n and uniformly drawn indices i k over {1, . . . , n}. A variant of the SAGA method that uses a non-uniform sampling of the indices i k has been proposed in [16] .
In this paper, we extend the SAGA algorithm to the infinite dimensional setting of problem (2) and to the case of non-uniform weights, as they appear naturally in a Gaussian quadrature formula. In particular, we propose an importance sampling strategy where the indices i k are drawn from a possibly non-uniform distribution, also different from the distribution induced by the weights {ζ j } n j=1 . Following similar steps as in [4, 16] , we present a full theoretical convergence analysis of the generalized SAGA method for the infinite dimensional OCP (2) . In particular we show that, asymptotically in n, the optimal sampling measure for the indices i k is the uniform measure.
We also present a complexity analysis, in terms of computational cost versus accuracy, of the generalized SAGA method to solve the original OCP (1), which accounts for both the Stochastic Collocation quadrature error as well as the error in solving the primal and adjoint PDEs approximately by the finite element method. The complexity of SAGA is then compared to the complexity of FG as well as SG. Our theoretical results show that the generalized SAGA method has the same asymptotic complexity as the FG method and outperforms SG.
As shown by our numerical experiments, the interest in using SAGA versus FG is in the pre-asymptotic regime, as SAGA often delivers acceptable solutions, from a practical point of view, well before performing n iterations, i.e. with far less that 2n PDE solves (we recall that one single FG iteration entails already 2n PDE solves). In a context of limited budget, SAGA represents therefore a very appealing option.
As pointed out above, in this work we have restricted our study to the case of a small number of random variables and a tensorized Gaussian type quadrature formula, the main constraint in our analysis being that we need positive weights {ζ j }. This leaves open the question if the methodology can be extended and applied also with other quadrature formulas, such as sparse grid quadratures whose weights are not all positive, and possibly a large number of random variables. This question needs further investigation. We believe, however, that the current work provides an important and necessary step toward further generalizations.
Problem setting
We start by introducing the primal problem that will be part of the OCP discussed in the following. Specifically, we consider the problem of finding the solution y : D × Γ → R of the elliptic random PDE
where D ⊂ R d denotes the physical domain and (Γ, F, P) is a complete probability space. The diffusion coefficient a is a random field, g is a deterministic source term and u is the deterministic control. The solution of (3) for a given control u will be equivalently denoted y ω (u), or simply y(u) in what follows. Let U = L 2 (D) be the set of all admissible control functions and Y = H 1 0 (D) the space of the solutions of (3), then the goal is to determine the optimal control u * , in the sense that:
and z d is the target function that we would like the state y to approach as close as possible. We have denoted by · the L 2 (D)-norm induced by the inner product ·, · .
1.1. Existence and uniqueness result. We use results from [10, Sections 2 and 3]. We recall the three assumptions from [10] that guarantee well posedness of (4) and regularity of solutions.
is bounded and bounded away from zero a.e. in D × Γ, i.e.
∃ a min , a max ∈ R such that 0 < a min ≤ a(x, ω) ≤ a max a.e. in D × Γ.
Assumption 2. The regularization parameter β is strictly positive, i.e. β > 0 and the deterministic source term is such that g ∈ L 2 (D).
In what follow, we denote the L 2 (D)-functional representation of the Gateaux derivative of J, by ∇ u J(u), namely
Existence and uniqueness of the OCP (4) can be stated as follows.
Theorem 1. Under Assumptions 1 and 2, the OCP (4) admits a unique control u * ∈ U . Moreover
where p ω (u) = p is the solution of the adjoint problem (a.s. in Γ)
We recall as well the weak formulation of (3), which reads
where
Similarly, the weak form of the adjoint problem (6) reads:
We can thus rewrite the OCP (4) equivalently as:
We continue recalling two regularity results, that have been proven in [10] , about Lipschitz property and strong convexity for f in the particular setting of the problem considered here.
Lemma 1 (Lipschitz condition). The random functional f (u, ω) is such that:
, where C p is the Poincaré constant,
Lemma 2 (Strong Convexity). The (random) functional f (u, ω) is such that:
with l = 2β.
1.2. Finite Element approximation. In order to compute numerically an optimal control we consider a Finite Element (FE) approximation of the infinite dimensional OCP (9) . Let us denote by {τ h } h>0 a family of regular triangulation of D and choose Y h to be the space of continuous piece-wise polynomial functions of degree r over τ h that vanish on ∂D, i.e.
We reformulate the OCP (9) as a finite dimensional OCP in the FE space:
Under the following regularity assumption on the domain and diffusion coefficient:
the following error estimate has been obtained in [10] . In order to lighten the notations, we omit the subscript ω in y ω (·) and p ω (·) from now on.
Theorem 2. Let u * be the optimal control, solution of problem (9) , and denote by u h * the solution of the approximate problem (12) . Suppose that y(u
) and Assumption 3 holds; then
The next step is to approximate the expectation E[·] in (12) by a suitable quadrature formula E[·]. This is detailed in the next section.
1.3. Collocation method. We describe here a semi-discrete (approximation in probability only) OCP obtained by replacing the exact expectation E[·] in (9) by a suitable quadrature formula E[·]. We assume that the random diffusion coefficient can be represented as a function of a finite number of independent uniformly distributed random variables: a = a(x, ξ)
Hence, in this case since the whole problem is parameterized by the random vector ξ, we can take a probability space Γ = [−1, 1]
M , F = B(Γ) the Borel σ-algebra on Γ, and
2 the uniform product measure on Γ. In this case we chose as a quadrature formula the tensor Gaussian quadrature built on Gauss-Legendre quadrature points. In particular, if X : Γ → R, ξ → X(ξ) = X(ξ 1 , . . . , ξ M ), is a random variable with finite mean, then the Gauss-Legendre quadrature formula is given by (14) E
where n is the total number of points used, {ζ j } j are the positive quadrature weights and {η j } j the associated quadrature knots. The semi-discrete collocation problem then reads:
. . , n. An error estimate has been shown in [10] .
Lemma 3. Let u * be the optimal control, solution of (9) and u * the solution of the semi-discrete OCP (15). Then there exists A 2 > 0 s.t.
To quantify the convergence rate of the right hand side of (16), one has first to understand the smoothness of the function ξ → p ξ (u) for a generic u ∈ U . For this, we make the regularity assumption on the diffusion coefficient
Then following [1] , it can be shown that for any u ∈ U , the primal solution ξ → y ξ (u) ∈ Y and the adjoint solution ξ → p ξ (u) ∈ Y are both analytic in Γ (see also [10, Lemma 7] ) and the following result holds: Theorem 3. Denoting by u * the solution of the semi-discrete (in probability) optimal control problem (15) with E = E GL q [·] the tensor Gauss-Legendre quadrature formula with q = (q 1 , . . . , q M ) points in each of the variables (ξ 1 , . . . , ξ m ), and p( u * ) the corresponding adjoint solution, there exist A 4 > 0 and 0
Clearly, the discretization in space by Finite Elements (12) and in probability by Gauss-Legendre formula (15) can be combined to obtain the fully discrete OCP:
If u h * denotes the solution of OCP (18), the total error will satisfy
for a suitable constant A 5 > 0 independent of h and {q n }. The following section is dedicated to optimization techniques used to tackle such optimization problem. In particular, we focus on Stochastic Approximation methods as Stochastic Gradient and Stochastic Average Gradient. To keep the notation light, we present the different optimization algorithms and convergence estimates only for the semi-discrete problem (15) , although all results extend straightforwardly to the fully discrete case.
Review of Stochastic Approximation methods
We recall two optimization techniques, namely Stochastic Gradient (SG) method, and Stochastic Averaged Gradient (SAG) method, mainly used in machine learning, and well adapted to solve optimization problems whose objective function is the sum of a large number of terms, as in our semi-discrete problem (15) . We consider in this section the general optimization problem
where each function g i is convex, differentiable, each gradient ∇g i is Lipschitz-continuous, as defined in (10) replacing f with g i , with a common Lipschitz constant L, and U is finite dimensional.
Stochastic Gradient (SG).
Known in literature as Stochastic Approximation (SA) or Stochastic Gradient (SG) [5, 12, 13, 15, 17] , the classic version of such a method, the so-called Robbins-Monro method, works as follows. Within the steepest descent algorithm the exact gradient
is replaced by one particular term of the sum, ∇g i k (u), where i k is chosen at random at each iteration step k of the optimization algorithm:
Here, i k ∼ U({1, . . . , n}) are iid uniform random variables on {1, . . . , n}. In (21), τ k is the step-size of the algorithm and decreases as 1/k in the usual approach. For the following theorem, we assume that each g i is strongly-convex with a common constant l defined as in (11) replacing f with g i .
Theorem 4. Let u * be the solution of problem (20) and denote by u k the k-th iterate of (21). For the choice τ k = τ 0 /k with τ 0 > 1/l, then we have:
for a suitable constant A 6 > 0 independent of k.
Stochastic Average Gradient (SAG).
Another optimization method, called SAG, has recently been introduced in [15] . It relies on the same idea as the SG algorithm, but introduces a memory, which stores the gradients computed using older controls, and averages over them to compute the new gradient direction. The SAG memory-based scheme reads
where at each iteration k an indice i k ∈ {1, . . . , n} is selected at random, and we set
Again, the indices i k ∼ U({1, . . . , n}) are iid uniform random variables. If we assume that each g i is stronglyconvex with a common constant l defined as in (11) , the authors of [15] have proven that the convergence is exponential in k.
Theorem 5. Let u * be the solution of problem (20) and denote by u k the k-th iterate of (23) with First we notice that we now require to store n gradients, and to update them on the fly, one at each iteration. Depending on the memory required for one gradient storage (i.e. ∼ h −d for the OCP (18) if h is the characteristic mesh size of the FE discretization, and d the space dimension of the problem), and on the parameter n, the memory needed can dramatically limit this algorithm. The major improvement of this method with respect to SG is its exponential (1 − ) k convergence rate for strongly-convex objectives, similar to the full gradient method, versus an algebraic 1/k rate for the SG method. Table 1 summarizes the different convergence rates, for both the objective functional and the control for these two methods.
Remark 1. Notice that in SAG, the step-size τ k does not necessarily decrease and remains usually fixed. The factor (1 − ) in the convergence rate in Table 1 depends on the Lipschitz constant L, the strong-convexity constant l, and on the parameter n such that:
16L is used (see [15] ). As pointed out in [15] , despite the fact that n appears in the convergence rate of SAG, in the case where n > 2L l , performing n iterations, i.e. one effective pass through the quadrature knots, reduces the error by a factor (1 − 1/8n) n ≤ exp(−1/8), which is independent of n. Thus, in this setting, each pass through all the data reduces the error by a constant multiplicative factor as in the FG algorithm.
2.3. SAGA. We recall here also a slightly modified version of SAG, called SAGA, proposed in [4] where the updated part in the gradient estimator is changed by a factor n. It makes the gradient estimator unbiased, and simplifies the proof of convergence. The SAGA iterative scheme reads:
where, as for SAG, the indices i k ∼ U({1, . . . , n}) are drawn independently and φ k j is updated as in (24). For comparison, SAG can be rewritten equivalently as:
The convergence rate of SAGA remains the same as for SAG, while lightening the proof of convergence. In the next section we apply SAGA to the OCP (15) combined with an importance sampling strategy, and extend its convergence proof to this setting.
Stochastic Approximation methods in the context of PDE constrained OCP
We aim now at applying SG and SAG/SAGA to the semi-discrete OCP (15) (or its fully discrete counterpart). The objective function J(u) in (15) reads
with
, where {ζ i } i are weights of the Gauss Legendre quadrature formula and {η i } i its knots. One possibility to apply SG or SAG/SAGA to the OCP min u∈U J(u) is to rewrite J(u) as
with g i (u) = nζ i f i (u). However, the functions f i (u) are naturally weighted by the non-uniform weights {ζ i } and this raises the question whether the indices i k in the Stochastic Approximation techniques should be drawn from a uniform or non-uniform distribution. We take the second, more general, approach by introducing a discrete probability measure ζ on {1, . . . , n}, ζ(j) = ζ j > 0, with n j=1 ζ j = 1 and using an importance sampling strategy.
Hence the modified Stochastic Gradient method with importance sampling for the OCP (15) reads: Similarly Algorithm 1: SG on PDE constrained OCP, with non-uniformly sampled indices
the modified SAGA method with importance sampling for the OCP (15) reads:
Algorithm 2: SAGA on PDE constrained OCP, with non-uniformly sampled indices given u k , {φ
In practice, in the SAGA algorithm, we do not store the past controls φ k j , rather the past gradients grad
. Similarly, we do not recompute at each iteration k the whole sum
, rather update it using the formulas
and then the memory place grad i k+1 as:
We point out that both the SG and SAGA methods applied to the OCP (15) require 2 PDE's solved per iteration. Moreover SAGA requires to store 2n PDE solutions at all iterations.
3.1.
Convergence and complexity analysis of the modified SG Algorithm 1. Following the analysis in [10] , we can bound the Mean Squared Error (MSE) of the SG iterates assuming a weighted summability property on the discrete probability { ζ j } j used to sample the indice i k at iteration k:
Assumption 5 (Weights summability). Let us define
There exist 0 < S < ∞s.t. for every n ∈ N, S n ≤ S.
Then, one can establish the following bound on the MSE when applying SG Algorithm 1:
Denoting by u h k the k-th iteration of the modified Algorithm 1 applied to the fully discrete OCP (18) with FE mesh size h and Gauss-Legendre quadrature formula with (q 1 , . . . , q M ) knots in each stochastic direction, then we can bound the MSE,
, as:
with constants B 1 , B 2 , B 3 independent of h, {q n } n and k.
We ommit the proof as it follows very similar steps as in [10] . We now analyze the complexity of the SG algorithm 1 in terms of computational work W versus accuracy tol. Corollary 1. In order to achieve a given tolerance tol, i.e. to guarantee that E[ u h k − u * 2 ] tol 2 , the total required computational work is bounded by
where we assume that the primal and adjoint problems can be solved, using a triangulation with mesh size h, in computational time Proof. If we want to guarantee an error of order O(tol), we can equalize the three terms on the right hand side of (31) to tol 2 thus obtaining:
where we have set R = M j=1 s j 1 M the geometric mean of (s 1 , . . . , s M ). As W denotes the computational work (proportional to time if we don't use any parallel computing strategy), we have
The memory space required to store one gradient and one current control u k , is proportional to h −d thus leading to:
Convergence analysis of the modified SAGA Algorithm 2. We prove in Theorem 7 below the exponential convergence in the number of iterations of Algorithm 2. The outcome of our analysis in that uniform sampling of the indice i k (i.e. ζ j = 1 n , ∀j = 1, . . . , n) is indeed optimal in the sense that it provides the best convergence rate, asymptotically in n.
The proof is inspired from [4] and is valid under the assumption that the weights {ζ j } j in (29) are positive and sum up to 1, which holds for Gaussian quadrature formulas, each f i is Lipschitz with the same Lipschitz constant L, which is guaranteed for OCP (15) by Lemma 1, and J(u) = n i=1 ζ i f i (u) is strongly convex, which is guaranteed by Lemma 2. In what follows, we denote by F k the σ-algebra generated by the random variables i 0 , i 1 , . . . , i k−1 and denote by E[·|F k ] the conditional expectation to such σ-algebra. Moreover, in the remaining of this Section, we use the shorthand notation f j (u) for ∇ u f j (u). For the convergence proof, we also need to introduce the quantity
where u * denotes, as usual, the optimal control, solution of the semi-discrete OCP (15) . We start our convergence analysis by few technical Lemmas.
Lemma 4.
We have the following bound on the conditional expectation E[Q k+1 |F k ]:
Proof. We write the conditional expectation as a sum over the possible values i k = p, p ∈ {1, . . . , n};
, then we have the following properties:
where S n is defined as in (30).
Proof. Again, we further condition on the possible values taken by the random variable i k , thus obtaining:
which proves (37). We see from this that P k is an unbiased estimator of ∇ J(u k ), when conditioned to F k , which represents the main difference with SAG, and simplifies the convergence proof. Equation (38) follows straightforwardly:
We prove now (39).
The first part A can be split as
The term T 2 can be developed as a sum over the possible values of i k :
which completes the proof.
Lemma 6. Let α > 0 and let Assumptions 1 and 2 hold. If u k denotes the k-th iterate of SAGA Algorithm 2 and u * is the solution of the OCP (15), then there exist D 1 , D 2 ∈ R + such that: Proof. Using that ∇ J( u * ) = 0, we have
Let us develop now u k+1 − u * 2 + αQ k+1 , using Lemmas 4 and 5,
We are now ready to state the final convergence result. For this, we need to find the right choice of α > 0 and τ s.t.
One particular choice that guarantees an exponential in k convergence rate is shown in the following Theorem.
Theorem 7. Let Assumptions 1, 2 and 5 hold and let us define:
with S as in Assumption 5. Then, we have
Notice, in particular, that N and τ do not depend on n.
Proof. The particular choice of {ζ j } j , α, τ implies
, where we have exploited the fact that nS n = S n for ζ j = 1/n. Hence,
The final result is obtained by taking a further expectation over (i 0 , . . . , i k−1 ).
Corollary 2. Under Assumptions 1, 2 and 5 if u k denotes the k-th iterate of SAGA described in Algorithm 2 and u * is the solution of the semi-discrete OCP (15), then there exists D 3 > 0 such that:
2n
Proof. This result is a direct application of Theorem 7.
Remark 2. Theorem 7 generalized for any
. We finish this subsection by showing that Assumption 5 holds, in the case of Gauss-Legendre quadrature.
Lemma 7. In the setting of uniform random variables ξ and tensorized Gauss-Legendre quadrature formulas, choosing ζ p = 1 n , then Assumption 5 holds.
Proof. As shown in [18, page 353, (15.3.10) ], the weights of the Gauss-Legendre quadrature formula satisfy
Hence, for a tensor quadrature with (n 1 , . . . , n M ) points in each variables, and a multi-index p = (p 1 , . . . , p M ), with 1 ≤ p i ≤ n i as n = i n i we have
with constant in the symbol independent of (n 1 , . . . , n M ), but depending exponentially on M . . We now analyze the complexity of the SAGA algorithm 2 in terms of computational work W versus accuracy tol. The complexity analysis is based on the following error splitting into FE discretization error, Gauss-Legendre quadrature error and SAGA optimization error when stopping the SAGA algorithm at iteration k leading to the following result. denotes the approximated optimal control computed by using successively a FE approximation, full tensor Gauss-Legendre quadrature formula and SAGA method, then the MSE is bounded by:
, assuming that n > 50 SL 2 l 2 , and with constants C 1 , C 2 and C 3 independent of k, {q n } n and h.
Proof. We can decompose the total error using the three successive approximations presented in Section 1 and 3: FE discretization, quadrature formula and SAGA optimization procedure:
where u h * is the optimal solution of the fully-discrete OCP (18) and u h * is the optimal control of the FE discretized OCP (12) . The result is straightforward using the bounds in Corollary 2, Theorem 2 and Theorem 3.
Corollary 3. In order to achieve a given tolerance O(tol), i.e. to guarantee that E[ u
2 , the total required computational work is bounded by
where we assume that the primal and dual problems can be solved, using a triangulation with mesh size h, in computational time
] is a parameter representing the efficiency of the linear solver used (e.g. γ = 3 for a direct solver and γ = 1 up to a logarithm factor for an optimal multigrid solver), while d Table 2 . Computational work and required storage memory for the modified Algorithm 1 and 2 to solve the OCP 9.
is the dimension of the physical space D ⊂ R d . The memory space required to store the history of the computed gradients scales as
Proof. Using Theorem 8, as we want to guarantee an error of order O(tol), we can equalize the three terms on the right hand side of (43) to tol 2 and finally get:
. So we obtain asymptotically
If W denotes the computational work (proportional to time if we do not use any parallel computing strategy), we have
The memory space required to store the history of all the n computed gradients is proportional to nh −d , so:
The computational work and storage requirements for SAGA stated in Corollary 3 are reported in Table  2 . For comparison, we state in the same Table also the complexity and storage requirement of the standard Stochastic Gradient algorithm, as well as the Full Gradient algorithm, both based on the same quadrature formula and FE approximation as for SAGA (we refer to [10] where these results have been derived in the context of a Monte Carlo approximation). A naive implementation of the FG algorithm would require to store the gradient computed in each quadrature point, hence a storage of O(nh −d ) . Alternatively, one can store only the partial weighted sum of the gradients and update it as soon as the gradient in a new quadrature point has been computed, which brings down the storage to O(h −d ).
Numerical results
In this section we verify the assertions on the order of convergence and computational complexity stated in Theorem 8 and Corollary 3. For this purpose, we consider the optimal control problem (9) in the domain D = (0, 1) 2 with g = 1 and the following random diffusion coefficient:
with (x 1 , x 2 ) ∈ D, var = exp(−1.125) and ξ = (ξ 1 , . . . , ξ 4 ) with ξ i iid ∼ U([−1, 1]) (this test case is taken from [9] ). We have chosen β = 10 −4 as the price of energy (regularization parameter) in the objective functional. For the FE approximation, we have considered a structured triangular grid of mesh size h where each side of the domain D is divided into 1/h sub-intervals and used piece-wise linear finite elements (i.e. r = 1). For the approximation of the expectation in the objective functional, we have used a full tensor Gauss-Legendre quadrature formula with the same number q of quadrature knots in each random variable ξ j , j = 1, . . . , 4. All calculations have been performed using the FE library Freefem++ [8] .
4.1. Performance of SAGA and comparison with FG. In this subsection, we consider the SAGA method using a fixed mesh size h = 2 −3 and study its convergence for different levels of the full tensor Gauss-Legendre quadrature formula, i.e. a different number q of points in each random variable (the total number of quadrature points being q 4 ). For each q, we compute a reference solution using 50000 SAGA iterations (using again the same FE mesh size h = 2 −3 ). Then, we perform 5000 SAGA iteration and compare the error = u k − u ref w.r.t. the reference solution. We repeat the computation 20 times, independtly, to estimate the log-mean error log E[ error ] (hereafter log(·) referes to the base 10 logarithm). In all cases we have used a step-size τ = 1000. We show in Figure 1 zoom on the first 500 iterations. We can observe two regimes: a first one over the first 20 iterations, of faster exponential convergence, and a second one afterwards, of slower, but still exponential convergence. Then, in order to verify the exponential rate 1 − of equation (43), we plot in Figure 3 (top), the estimated convergence rate, est divided by the theoretical one th = 1 2n = 1 2q 4 versus q. Similarly, we plot in Figure 3 (bottom) the estimated constant C 1 of equation (43) versus q. In both cases, the plotted quantity varies very little for q ∈ {3, . . . , 10} which confirms the validity of our theoretical analysis.
We analyze next the sensitivity of the SAGA algorithm w.r.t. the step-size. In Figure 4 , we plot the L 2 -norm of the error (averaged over 20 experiments) versus the *MM: iteration count, for q = 5. With a high step-size, τ = 2000, the method diverges to infinity. Progressively decreasing τ to 1000, the method starts converging, with the expected exponential rate, although slowly. Among the different values that we have tried, a step size τ = 100 seems to provide the fastest convergence. Further decreasing τ to 10 makes SAGA converge poorly.
In Figure 5 we compare the convergence rate of SAGA, with τ = 100, with that of a full gradient method using the optimal step-size for a quadratic optimization problem, i.e.
where E is the Gauss-Legendre quadrature formula defined in (14) , and y ξ (·) is the solution of (3). The error in both cases is plotted against the number of PDE solves. The plot shows a fastest convergence of FG than SAGA, asymptotically. However, SAGA features a smaller error in the pre-asymptotic regime, and delivers an 
4.2.
Complexity results for the SAGA algorithm. We investigate here the convergence of the method defined in Algorithm 2, for which we recall the error bound (43) in the case of piece-wise linear FE (i.e. r = 1) and a 4-dimensional stochastic variable (i.e. M = 4):
where s is the rate of exponential convergence of the quadrature formula, and q the number of knots used in each stochastic variable (isotropic case).
Estimation of the constants C 1 , (q), C 2 , s, C 3 . We have estimated the constants in (50) numerically.
• In order to estimate C 1 and in (50), we used a fixed mesh with h = 2 −3 and a fixed quadrature formula for both reference solution and SAGA iterations. By doing so, we remove the two last terms in the bound (50), and only keep the first one of which we want to estimate the constants C 1 and (q). Using Figures 1 and 3 previously described, we estimate C 1 ∈ [1200, 4500] and (q) ≈ 0.2
• To estimate the constant C 2 and s in (50), we use a mesh of size h = 2 −4 for both the reference solution and the optimal control with quadrature. First, we computed the reference solution for a fine Gauss-Legendre quadrature formula, i.e. q = 8, using the FG algorithm up to iteration 300. Then we computed the error for the approximated optimal control using only q ∈ {1, . . . , 5} points in each random variable, using again the FG algorithm up to iteration 100. In both cases we have used a step-size τ = 2000. Results are detailed in Table 3 and plotted in Figure 6 . The error is the difference between the estimated optimal control using q ∈ {1, . . . , 5} knots in the quadrature formula, and the optimal control computed for q = 8. We estimate C 2 ≈ 57.4 and s ≈ 5.89.
• Finally, to estimate the third term C 3 , we used the FG algorithm up to iteration 300, with a stepsize τ = 2000, on a quadrature formula with q = 1 knot in each random variable, and computed the reference solution on a fine mesh with h = 2 −7 . Then we run FG with the same step size τ = 2000 and quadrature (q = 1) on coarser meshes with h = 2 −1 , · · · , 2 −6 . Results are shown in Table 4 . The Table confirms a convergence O(h 4 ) of the squared error with an estimated constant C 3 ≈ 1170. To double check our estimate, we repeated the estimation using the SAGA algorithm: for the reference solution, Table 4 . FE discretization error on the optimal control, using FG, or SAGA, versus the characteristic mesh size h −1 .
we used a mesh size h = 2 −9 , and q = 2 points in the quadrature formula, and SAGA algorithm up to iteration 20000. Then we computed 10 repetitions of SAGA using mesh sizes h = 2 −1 , · · · , 2 −7 , up to iteration 10000 and computed the average error. Results are shown in the third column of results are almost identical to those obtained with the FG algorithm, which makes us believe that our estimation of C 3 is reliable.
Complexity assessment of the SAGA algorithm. In order to assess the complexity of the SAGA algorithm, we set a target tolerance tol. For each target tolerance tol, we compute the optimal mesh size h(tol), the optimal number of Gauss-Legendre points in the quadrature formula q(tol), and the optimal number of iterations k max (tol), using the constants C 1 , C 2 and C 3 and rates (q) and s estimated in the previous subsection. Then we run 20 independent realizations of the SAGA algorithm up to iteration k max , all of them on a mesh of size h(tol), using a quadrature formula with q(tol) points in each random variable, and estimate the average error on the optimal control. The reference solution has been computed using the FG method, on a mesh of size h = 2 −9 , with a quadrature formula with q = 6, and for more than 50 iterations. Figure 7 shows the estimated average error versus the computational cost model W = k max h −d , which confirms the complexity result of Corollary 3. Table 5 gives details on the optimal discretization parameters h, q, k max as well as the required memory space, estimated based on the model M = nh −d , for each considered tolerance. The main limitation we see for this method is the required memory space, since the storage increases as the desired tolerance gets smaller and will reach at some point the memory limit of the emplyed machine. 
Conclusions (Fabio)
In this work, we have proposed a SAGA algorithm to solve numerically a quadratic risk-averse optimal control problem for an elliptic PDE with random coefficients, where the expectation in the objective functional has been approximated by a Gauss-Legendre quadrature formula whereas the elliptic PDE has been discretized by finite elements. The SAGA algorithm is a Stochastic Gradient type algorithm with a fixed-length memory term, which computes at each iteration the gradient of the objective functional in only one quadrature point, randomly chosen from a possibly non-uniform distribution. We have shown that the asymptotically optimal sampling distribution is indeed the uniform one, over the quadrature points. We have also shown that, when equilibrating the three sources of errors, namely the finite element discretization error, the quadrature error and the error due to the SAGA optimization algorithm, the overall complexity, in terms of computational work versus prescribed tolerance, is asymptotically the same as the one of a full gradient method (i.e. a gradient method that sweeps over all quadrature points at each iteration), as the tolerance goes to zero. However, as illustrated by our numerical experiments, the advantage of SAGA with respect to FG is in the pre-asymptotic regime, as acceptable solutions may be obtained already before a full sweep over all quadrature points.
The full tensor Gauss-Legendre quadrature formula considered in this work is affected by the curse of dimensionality, hence applicable only to problems for which the randomness can be described in terms of a small number of random variables. To overcome such curse of dimensionality, one could use sparse quadratures instead [1, 2, 9] , whose weights, however, are not all positive. The result in Lemma 6 is still valid, as long as the approximate functional J satisfies a strong convexity condition, l 2 u 1 − u 2 2 ≤ ∇ u J(u 1 ) − ∇ u J(u 2 ), u 1 − u 2 ∀u 1 , u 2 ∈ U, which might not be guaranteed for a given number of quadrature points. Also, because of the presence of negative weights, the quantity S n might not be uniformly bounded in n, therefore, the results in Theorem 7 and Corollary 2 might not apply to this case. These issues will be further investigated in a future work. 
