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Re´sume´
Le Bureau Virtuel et le logiciel EsQUIsE ont e´te´ de´veloppe´s par le Lucid Group pour
fournir un environnement familier a` l’architecte et supporter le processus de concep-
tion. Dans ce travail, nous avons pour objectif de cre´er des prototypes de widgets
pour la navigation dans des sce`nes en deux et en trois dimensions. Nous exploi-
tons des techniques d’interactions spe´cifiques afin de permettre un usage adapte´
au Bureau Virtuel et au concepteur. Pour faciliter le de´veloppement rapide d’appli-
cations interactives, nous de´veloppons une bibliothe`que de programmation sur le
principe d’une e´valuation dataflow synchrone. Cette bibliothe`que permet de re´agir
a` l’absence d’e´ve`nement au cours d’un instant.
Mots cle´s – techniques d’interactions, controˆle de came´ra, navigation 3D, manipu-
lation directe, programmation re´active fonctionnelle.
Abstract
The Virtual Desktop and the EsQUIsE software were developed by the Lucid Group
to provide a familiar environment to the architect and support the design process. In
this work, we aim to create widgets prototypes for the navigation in two and three
dimensions scenes. We exploit specific interaction techniques in order to create a
use adapted to the Virtual Desktop and the designer. To make the rapid interactive
applications development easier, we build a programming library based on a syn-
chronous dataflow evaluation. With this library, it is possible to react to an event
absence during an instant.
Keywords – interaction techniques, camera controls, 3D navigation, direct manipu-
lation, functional reactive programming.
Avant-propos
Ce me´moire est principalement le re´sultat d’un stage de quatre mois effectue´ au sein
de l’e´quipe du Lucid Group, un laboratoire de recherche du de´partement ArGEnCo
(Architecture, Ge´ologie, Environnement & Constructions) de la Faculte´ des Sciences
Applique´es de l’Universite´ de Lie`ge. Le stage s’est de´roule´ sous la supervision de
Monsieur Pierre Leclercq et a consiste´ en l’imple´mentation de prototypes de wid-
gets. Ces widgets sont destine´s a` permettre la navigation dans des sce`nes virtuelles
2D et 3D pour les applications mene´es dans le laboratoire, en particulier les logiciels
EsQUIsE et SketSha.
Je tiens a` remercier mon promoteur, Madame Monique Noirhomme, pour son aide
pre´cieuse ainsi que pour son soutien pendant la re´alisation de ce me´moire. Je re-
mercie aussi Monsieur Pierre Leclercq pour sa supervision et ses conseils lors du
stage. J’adresse e´galement mes remerciements a` l’e´quipe du Lucid Group pour son
accueil : Roland Juchmes, Marine Mare´chal, Ste´phane Safin, Anne Detheux, Jean-
Franc¸ois Vandamme, Vincent Delfosse, Dimitri Schmitz, Catherine Elsen, Jean-Noe¨l
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Application Programming Interface. Il s’agit des fonctionnalite´s expose´es par une
bibliothe`que de programmation.
CAO
Conception assiste´e par ordinateur.
Dataflow
Principe ou` le changement de valeur d’une variable force le recalcul des variables
qui en de´pendent.
Panning
Translation du point de vue paralle`lement a` l’e´cran.
Widget




En architecture, les outils informatiques traditionnels imposent une rigueur de fonc-
tionnement incompatible avec le travail de conception. Le concepteur-architecte
pre´fe`re ge´ne´ralement l’utilisation du papier et du crayon qui laissent place aux ide´es,
encore floues au de´but, et a` la recherche graphique. Il peut ainsi cre´er rapidement,
explorer et construire une solution plutoˆt que d’en de´finir une version finale, dans le
syste`me de CAO.
Afin d’offrir les avantages de l’outil informatique tout en laissant le concepteur s’ex-
primer de sa fac¸on habituelle, le Lucid Group a e´labore´ le Bureau Virtuel et le logiciel
EsQUIsE. Dans cet environnement, le concepteur peut produire des esquisses a` main
leve´e et le syste`me se charge d’infe´rer leur signification. L’architecte n’a pas a` utili-
ser des boˆıtes de dialogue pour communiquer ses intentions mais il peut s’exprimer
comme s’il partageait un croquis avec un colle`gue.
EsQUIsE peut e´galement, a` partir des croquis de baˆtiments, produire un mode`le en
trois dimensions que l’architecte peut inspecter. Que ce soit pour visualiser le plan en
deux dimensions ou pour regarder le mode`le en trois dimensions, les cre´ateurs du
Bureau Virtuel et d’EsQUIsE de´sirent proposer a` l’utilisateur un moyen de controˆler
le point de vue qui re´ponde aux motivations premie`res. Le point de vue doit pou-
voir eˆtre manipule´ simplement au stylet et son controˆle doit se laisser oublier du
concepteur pour qu’il puisse se concentrer sur son travail.
Dans ce me´moire, nous pre´sentons un e´ventail de possibilite´s susceptibles de
re´pondre a` ces exigences, sous forme de diffe´rents widgets (des e´le´ments d’inter-
face graphique). Le premier chapitre de´crit le contexte dans lequel le stage s’est
de´roule´. Il pre´sente les logiciels EsQUIsE et SketSha auxquels la conception de la
navigation dans des sce`nes 2D et 3D est lie´e. Il est e´galement l’occasion d’indiquer
les limites des interactions possibles entre l’utilisateur et l’interface de navigation.
Le deuxie`me chapitre introduit les concepts de base de la navigation dans une sce`ne
virtuelle 2D ou 3D, a` savoir le controˆle d’une came´ra virtuelle place´e dans la sce`ne.
Ces concepts sont exploite´s dans la suite du me´moire.
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Le chapitre 3 expose la manie`re dont la navigation dans des logiciels existants est
permise ainsi qu’un e´tat de l’art en matie`re de techniques d’interactions qui sont
adapte´es a` l’utilisation d’un stylet et du Bureau Virtuel. C’est a` partir de ces infor-
mations que nous avons choisi avec l’e´quipe du Lucid Group le style et les principes
des diffe´rents widgets.
Le chapitre 4 expose d’une part les bases de la programmation 3D telle qu’elle se
fait au Lucid Group et d’autre part les diffe´rentes imple´mentations de widgets.
Nous avons fait tester les widgets par des membres de l’e´quipe et des e´tudiants en
architecture. Les observations de´gage´es sont pre´cise´es dans le chapitre 5.
Nous avons trouve´ inte´ressant de de´velopper une bibliothe`que de programmation
que nous de´taillons dans le chapitre 6. Elle permet la re´alisation rapide de logiciels
interactifs et notamment des widgets comme ceux des chapitres qui pre´ce`dent.
Enfin, nous de´veloppons nos conclusions et sugge´rons un certain nombre de possi-
bilite´s qui nous ont parues inte´ressantes a` explorer.
Chapitre 1
Contexte
Ce travail concerne le de´veloppement de widgets (e´le´ments d’interface graphique)
pour la navigation dans des applications 2D et 3D. Ces applications sont re´alise´es au
Lucid Group, un laboratoire de recherche du de´partement ArGEnCo (Architecture,
Ge´ologie, Environnement & Constructions) de l’Universite´ de Lie`ge.
Par navigation, nous entendons le de´placement par l’utilisateur du point de vue
adopte´ pour visualiser la sce`ne virtuelle ge´re´e par l’application. La sce`ne d’une ap-
plication 2D repre´sentera par exemple une feuille de papier sur laquelle l’utilisateur
dessine le plan d’un baˆtiment. Une sce`ne 3D pourrait eˆtre ce meˆme baˆtiment une
fois mis en volume.
Les applications existantes sur le marche´ fournissent bien entendu la possibilite´ de
naviguer. Dans ce travail, le besoin de nouvelles fac¸ons de naviguer est duˆ a` la
spe´cificite´ des applications de´veloppe´es au Lucid Group, en particulier EsQUIsE et
SketSha. Celles-ci doivent permettre aux architectes de de´buter l’e´tape de concep-
tion directement de manie`re informatise´e.
Lors de la phase de conception, l’architecte a l’habitude de travailler par croquis sur
papier. Ce mode de travail ne posse`de pas la rigueur des outils de CAO traditionnels
et convient mieux aux ide´es naissantes du travail a` re´aliser.
La programmation des prototypes de widgets s’est de´roule´e au sein du Lucid Group
et le code e´crit e´tait inte´gre´ aux de´veloppements du laboratoire.
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1.1 EsQUIsE
En architecture, la conception de´bute ge´ne´ralement sur papier et le passage a` l’outil
informatique n’est effectue´ que plus tard. La rigueur que les outils de CAO tradition-
nels imposent au concepteur entrave la liberte´ ne´cessaire a` cette e´tape. L’architecte
doit pouvoir se concentrer sur son travail plutoˆt que sur les de´tails d’utilisation d’un
logiciel. De plus, le crayon et la table a` dessin restent les outils privile´gie´s [SBL05].
Afin de libe´rer le concepteur des contraintes habituelles des outils informatiques, le
logiciel EsQUIsE [JL04] fonctionne sur un Bureau Virtuel et propose une interface
d’utilisation aussi proche que possible de celle du crayon sur le papier.
1.1.1 Atouts
Le Bureau Virtuel se compose d’un tableau blanc digital de la taille d’une table a`
dessin et de deux projecteurs suspendus au plafond (fig. 1.1). Deux projecteurs
sont ne´cessaires pour assurer une de´finition d’image suffisante en couvrant toute la
longueur du tableau. Le tableau est place´ horizontalement et forme une table. Avec
un stylet semblable a` un simple stylo, il sert de pe´riphe´rique d’entre´e semblable a`
un tre`s grand e´cran tactile.
FIG. 1.1 – Le Bureau Virtuel se compose d’un tableau blanc digital place´ horizontale-
ment et de deux projecteurs place´s pour limiter l’ombre de l’utilisateur.
EsQUIsE permet de re´aliser des croquis a` main leve´e a` partir desquels une maquette
en trois dimensions peut eˆtre ge´ne´re´e. EsQUIsE est capable d’interpre´ter, en plus du
croquis lui-meˆme, des annotations (comme la hauteur d’un mur) ou des symboles
(par exemple le symbole d’un escalier). EsQUIsE est construit autour d’un syste`me
multi-agents qui analysent les traits des dessins a` mesure qu’ils sont forme´s. Ces
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agents ont pour taˆche d’infe´rer des informations lie´es au domaine de l’architec-
ture sans que l’utilisateur n’ait besoin de les expliciter. Le mode`le interne d’EsQUIsE
ainsi obtenu sert de base a` d’autres composants du logiciel (appele´s e´valuateurs).
Ces composants re´alisent des calculs habituellement reporte´s apre`s la conception.
Par exemple, un e´valuateur peut calculer la performance thermique d’un baˆtiment.
Graˆce aux re´sultats de ces calculs, le concepteur peut faire e´voluer son projet au fur
et a` mesure. Autrement, il n’aurait pu proce´der a` des modifications qu’apre`s une
mise en forme tre`s aboutie.
Le concept de croquis et d’interaction “au crayon” ne concerne pas uniquement
l’entre´e initiale des donne´es. Lorsque EsQUIsE cre´e une maquette 3D a` partir d’un
croquis, il est a` noter que le dessin trace´ par l’architecte reste en l’e´tat. Notamment,
les lignes qui sont identifie´es par le logiciel comme des segments de droite (par
exemple des murs) ne sont pas remplace´es par des segments de droite a` l’affichage
et conservent leur apparence de croquis.
1.1.2 Limitations
A l’heure actuelle, l’inte´reˆt de l’affichage d’un mode`le 3D est malheureusement un
peu diminue´ par la pauvrete´ des possibilite´s de navigation qu’offre EsQUIsE, tant
au niveau des ope´rations de navigation propose´es qu’au niveau de la se´lection de
l’ope´ration et de son utilisation.
Rotation
La rotation du mode`le 3D se fait uniquement autour d’un point fixe. Lorsque seule
une partie de la sce`ne est visible et que le centre de rotation est en dehors de l’e´cran,
effectuer une rotation de´place ce qui e´tait visible1.
Translation
Les ope´rations de panning (de´placement de la vue dans un plan paralle`le a` l’e´cran)
et de zoom sont moins de´pendantes d’un point pre´cis mais leur utilisation, comme
pour la rotation, n’est pas satisfaisante. A chaque ope´ration correspond un mode et
1Imaginez eˆtre assis au bout d’une table assez longue. Pose´e devant vous se trouve une assiette que vous
pouvez faire tourner. Si le centre de rotation se trouve au centre de l’assiette, celle-ci restera devant
vous. Par contre, si le centre de rotation se trouve a` l’autre bout de la table, l’assiette s’e´loignera
rapidement de vous. La situation est d’autant plus geˆnante si vous ne pouvez voir que l’emplacement
initial de l’assiette plutoˆt que tout l’espace autour de la table.
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l’application ne peut eˆtre que dans un seul mode a` la fois. Utiliser une ope´ration
de navigation se fait par l’interme´diaire d’un menu qui comporte un bouton pour
chaque mode. Choisir une ope´ration se fait en cliquant sur un bouton qui fixe le
mode courant (rotation, panning ou zoom).
Menu classique et modes
Le principe d’un menu traditionnel n’est pas acceptable en raison de la grande sur-
face d’affichage utilise´e qui impose des aller-retour entre le lieu ou` se trouve le menu
et le lieu d’utilisation du mode courant. Pour le responsable du de´veloppement d’Es-
QUIsE, le principe meˆme d’activer et de de´sactiver un mode (e´ventuellement pour
revenir dans le mode de base, lorsqu’aucun bouton n’est enfonce´) doit eˆtre e´vite´.
De ce fait, il est demande´ de trouver d’autres moyens de passer d’une ope´ration
de navigation a` une autre. Ces moyens doivent mieux supporter le but initial d’Es-
QUIsE : libe´rer au maximum l’architecte des contraintes de l’utilisation de l’outil
informatique tout en maintenant ses be´ne´fices.
1.2 SketSha
EsQUIsE est e´crit dans le langage de programmation Common Lisp. Pour faciliter
des de´veloppements futurs, notamment lorsqu’ils se font avec d’autres groupes de
programmeurs, le Lucid Group a de´cide´ de re´e´crire EsQUIsE sous une forme plus
modulaire, en suivant une programmation oriente´e objet et en utilisant le langage
Java, beaucoup plus populaire que Common Lisp. La re´e´criture d’EsQUIsE, appele´e
SketSha, a commence´ par un programme de dessin collaboratif utilise´ sur le Bureau
Virtuel. L’ajout du syste`me multi-agents et des autres modules doit se faire plus tard.
Il s’agit donc pour l’heure d’une application 2D. Pour cette application, comme avec
EsQUIsE, le Lucid Group de´sirait expe´rimenter d’autres manie`res de naviguer que le
simple menu. Les ope´rations de navigation sont plus simples et moins nombreuses
que dans le cas d’une sce`ne 3D. Ne´anmoins, l’utilisation sur le Bureau Virtuel de
SketSha en fait un bon terrain pour tester de nouvelles fac¸ons de changer de mode.
1.3 La conception avec le Bureau Virtuel
Le Bureau Virtuel et EsQUIsE ont e´te´ cre´e´s pour permettre a` l’informatique de
re´pondre de fac¸on tre`s spe´cifique et optimale aux besoins du concepteur-architecte.
En effet, pendant l’e´tape de conception, l’architecte pre´fe`re habituellement travailler
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avec les outils papier et crayon. Ceux-ci le laisse exprimer, explorer et construire pro-
gressivement une solution. Contrairement a` une application de CAO, les traits sur
le papier n’ont pas besoin d’eˆtre rectilignes ou compose´s avec pre´cision. L’esquisse
fait partie d’un processus ou` il est be´ne´fique de pouvoir rapidement exprimer une
ide´e, meˆme floue ou abstraite et ou` l’ambigu¨ıte´ des traits participe au cheminement
cre´atif.
Avec le support papier, le concepteur dispose de beaucoup de liberte´, il peut le
positionner devant lui comme il l’entend. Il peut aussi se de´placer autour de la table
sur laquelle il travaille et partager l’e´tape de cre´ation avec un colle`gue. La liberte´
du trait est apporte´e par EsQUIsE ou SketSha mais il reste a` fournir une navigation
dans le document virtuel qui impose le moins de contrainte possible. Le concepteur
doit pouvoir manipuler la feuille de papier virtuelle aise´ment pour la de´placer ou
la tourner. Cette feuille ne peut de´border physiquement de la surface du Bureau
Virtuel et il est ne´cessaire e´galement de pouvoir visualiser l’ensemble du support ou
seulement une partie. Lorsque le concepteur regarde le mode`le 3D forme´ a` partir de
ses croquis, il peut de´sirer l’inspecter de l’inte´rieur ou au contraire le dominer pour
le voir de l’exte´rieur. Ou encore, il peut vouloir s’y de´placer comme s’il marchait a`
proximite´ ou dans le baˆtiment.
1.4 Programmation au Lucid Group
Comme mentionne´ dans la section pre´ce´dente, la programmation au Lucid Group
se fait en Java. Pour la programmation 3D, la bibliothe`que Java 3D est utilise´e. Une
des premie`res taˆches dans le laboratoire de recherche a e´te´ d’e´valuer la faisabilite´
technique de pre´requis pour les interfaces envisage´es (les ide´es les concernant se
sont pre´cise´es petit a` petit par la suite) et d’apporter la preuve par l’exemple. Les
proble`mes a` surmonter concernaient essentiellement l’affichage en surimpression
d’un widget par dessus une sce`ne 3D et les changements de points de vue en fonction
des coordonne´es du point de la sce`ne de´signe´ par le curseur a` l’e´cran (voir la notion
de picking).
Le code e´crit pour la navigation est utilise´ par, et utilise, du code produit par les pro-
grammeurs du Lucid Group. En particulier, SketSha a e´te´ utilise´ pour une expe´rience
de cours de trois mois ou` des e´tudiants en architecture belges travaillaient avec des
e´tudiants franc¸ais (les uns et les autres avaient acce`s a` un Bureau Virtuel et a` un
syste`me de visioconfe´rence). Une version du widget de navigation a alors e´te´ uti-
lise´e le dernier mois, ce qui a permis de re´cupe´rer de fac¸on informelle quelques avis
d’e´tudiants.
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1.5 Contraintes d’interactions
Nous sommes concerne´ par les diffe´rentes possibilite´s de navigation dans une sce`ne
3D ou sur un plan 2D ainsi que les moyens de les activer. Le contexte d’utilisation
contraint ces possibilite´s. L’interaction avec le logiciel se fait au stylet (sur le Bureau
Virtuel). Nous excluons tout autre mode (e´cran tactile, voix, ...). Nous nous limitons
a` l’utilisation de la pointe du stylet ; nous n’utilisons pas de bouton se trouvant sur le
corps du stylet ou l’extre´mite´ oppose´e (correspondant a` une gomme sur un crayon).
En outre, un seul stylet a` la fois est utilise´ sur la surface (mais il peut eˆtre partage´
par un groupe de personnes collaborant sur le Bureau)2.
Une contrainte importante supple´mentaire (ge´ne´ralement absente dans
les recherches pre´ce´dentes) est que les ope´rations de navigation cohabitent avec une
ope´ration de dessin dans le cas 2D. Plus pre´cise´ment, il n’existe pas deux modes, l’un
pour le dessin et l’autre pour la navigation, qui permettraient de disposer librement
de tous les e´ve`nements de pointage (mouvement du pointeur, pression du bouton,
...). Par exemple, si l’on conside`re que le dessin est l’ope´ration dominante, un trait
du stylet doit dessiner un trait sur la feuille virtuelle. De meˆme, est-ce qu’un simple
click doit produire un point sur la feuille virtuelle ou bien peut-on utiliser le click
pour faire apparaˆıtre un menu ? Ou encore peut-on se permettre un menu visible en
permanence permettant de passer en mode navigation ?
Dans le cas 3D, il est demande´ que le click dans la sce`ne ne soit pas utilise´ pour les
ope´rations ou changements de mode de navigation (mais contrairement a` l’applica-
tion de dessin, le trait est disponible). Il s’agit d’une restriction importante puisque
le click est l’interaction la plus utilise´e (ce qui justifie que cet e´ve`nement soit re´serve´
par l’application dans laquelle est de´ploye´ le widget de navigation).
2Du point de vue du programmeur, un stylet et une souris sont semblables et les e´ve`nements logiciels
ge´ne´re´s par le mate´riel sont identiques. De ce fait, les termes stylet et souris sont interchangeables, de
meˆme que pointe du stylet ou bouton.
Chapitre 2
Navigation 2D et 3D
La navigation dans une application 2D ou 3D comporte deux aspects. Le premier
concerne les ope´rations que l’application offre. Par exemple, est-il possible d’effec-
tuer une rotation ? Et dans ce cas, ou` se trouve le centre de rotation ? Le second
aspect concerne la manie`re dont les ope´rations disponibles sont utilise´es, c’est-a`-
dire comment le mode associe´ a` une ope´ration est-il active´ ou de´sactive´ et que doit
faire l’utilisateur pour employer le mode. Par exemple, dans une application 2D,
de´placer la feuille virtuelle se fait avec l’outil de panning, souvent symbolise´ par
une main avec les doigts a` plat. Pour utiliser cet outil, faut-il cliquer sur un bouton
dans un menu, ou se servir d’un bouton particulier de la souris ? Ce chapitre traite
du premier aspect, d’abord dans le cas d’une sce`ne a` deux dimensions, puis dans le
cas d’une sce`ne a` trois dimensions.
Dans une application 2D, la visualisation d’une sce`ne de´pend de la position, de la
taille et de l’orientation d’un rectangle place´ dans la sce`ne. Ce rectangle, nomme´
(sous-)rectangle de visualisation est tout ce qu’il faut pour de´terminer ce qui est
affiche´ a` l’e´cran. Naviguer dans la sce`ne revient alors a` modifier la position, la taille
ou l’orientation de ce rectangle.
La visualisation d’une sce`ne a` trois dimensions ne ne´cessite pas un rectangle de vi-
sualisation mais bien un volume de visualisation place´ dans la sce`ne. Ce volume
est soit un paralle´le´pipe`de rectangle, soit une pyramide tronque´e (a` six faces), ap-
pele´e frustum[FvDFH96]. Comme dans le cas 2D, manipuler la position, la taille et
l’orientation de ce volume est tout ce qu’il faut pour naviguer dans la sce`ne.
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2.1 Sce`ne 2D
Nous pre´sentons d’abord l’environnement de travail a` deux dimensions. C’est dans
le cadre d’une sce`ne 2D qu’il a e´te´ pre´vu d’e´valuer diffe´rentes techniques de chan-
gement d’ope´ration de navigation. La sce`ne peut eˆtre assimile´e a` R2 mais nous
conside´rons le cas ou` elle est de taille finie et de forme rectangulaire. Visualiser
la sce`ne consiste a` afficher a` l’e´cran1 un sous-rectangle de la sce`ne (fig. 2.1). Ce
sous-rectangle posse`de les meˆmes proportions que l’e´cran (ou la feneˆtre de l’appli-
cation)2. Le sous-rectangle visualise´ peut varier de trois manie`res : en position, en
taille et en orientation.
Cette description correspond naturellement a` beaucoup d’utilisations de
programmes. Entre autres, il s’agit de la manie`re dont une application de retouche
photo est affiche´e. Si l’image est plus grande que l’e´cran, seule une portion de cette
image est visible et l’application offre la possibilite´ de de´placer l’image pour en voir
le reste. Dans certains cas, une vignette montre une version re´duite de toute l’image
ainsi qu’un rectangle qui indique la portion de l’image visible.
Changer la position du sous-rectangle permet de voir une autre portion de la sce`ne.
Varier la taille du sous-rectangle donne l’impression a` l’e´cran de (de´)zoomer sur
la sce`ne : un sous-rectangle plus petit affichera une plus petite part de la sce`ne
sur l’e´cran (donc plus de de´tails sont visibles). Enfin, orienter le sous-rectangle fait
tourner la sce`ne a` l’e´cran.
2.1.1 Navigation
Dans l’environnement 2D, naviguer dans la sce`ne revient a` changer l’e´tat du sous-
rectangle de visualisation. Pour chaque ope´ration de´crite, on adopte d’abord le point
de vue de la manipulation d’un objet place´ dans la sce`ne, puis on indique comment
cela affecte la vue de la sce`ne dans le cas ou` l’objet manipule´ est le sous-rectangle
de visualisation.
En deux dimensions, la manipulation d’un objet posse`de quatre degre´s de liberte´ :
la translation peut se faire sur l’axe x ou l’axe y, la rotation se fait sur l’axe z et le
changement d’e´chelle uniforme fournit un degre´ de liberte´ supple´mentaire.
1Dans ce texte, nous ne parlons que d’application forme´e d’une seule feneˆtre et par la suite, nous ne
faisons pas la diffe´rence entre e´cran ou feneˆtre.
2De cette manie`re, les proportions affiche´es correspondent aux proportions des e´le´ments visibles de la
sce`ne. Pour le genre d’application qui nous occupe, de´former l’affichage n’est pas ne´cessaire.
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FIG. 2.1 – La colonne de gauche repre´sente deux fois la meˆme sce`ne avec le rectangle
de visualisation place´ de manie`res diffe´rentes (en traits pointille´s). La colonne de droite
repre´sente la partie de la sce`ne visible a` l’´ecran pour chacune des deux configurations.
Dans les deux images du bas, par rapport a` celles du haut, le rectangle a e´te´ de´place´,
tourne´ et re´duit de taille. A l’´ecran, le de´placement et la rotation de la sce`ne sont inverse´s
par rapport a` ceux du rectangle et la sce`ne paraˆıt plus grande.
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Translation
La translation d’un objet dans le plan correspond naturellement au de´placement a`
deux dimensions du dispositif de pointage. Pour rendre l’interaction intuitive, il est
pre´fe´rable que le curseur garde sa position relative a` l’objet pendant la translation.
Ceci est d’autant plus vrai lorsque le dispositif de pointage est un stylet utilise´ sur
la surface d’affichage. Pour des surfaces d’affichage de tre`s grande taille, il est peut
eˆtre justifie´ d’utiliser une ampleur de mouvement relative de fac¸on a` de´placer un
objet graphique sur une grande distance sans que l’utilisateur n’ait a` se de´placer.
Mais pour une surface de la taille d’une table comme dans ce travail, la premie`re
solution est pre´fe´re´e. Autrement dit, un de´placement dt du curseur a` l’e´cran donne
un de´placement dt a` l’e´cran de l’objet manipule´ (exactement comme avec une feuille
de papier sur un bureau que l’on de´placerait du bout du doigt) (fig. 2.2).
La came´ra (le rectangle de visualisation) peut eˆtre manipule´e de fac¸on similaire a`
un objet quelconque. Cependant, alors que l’objet peut eˆtre manipule´ directement
a` l’e´cran, la came´ra n’est pas visible. La manipulation directe de la came´ra peut
se faire en manipulant l’entie`rete´ de la sce`ne : de´placer la sce`ne vers la gauche
ou de´placer la came´ra vers la droite aboutit dans le meˆme changement de vue a`
l’e´cran. Puisqu’il n’y a pas d’autre point de repe`re, les deux interpre´tations sont
interchangeables. Ne´anmoins, comme le de´placement d’une feuille de papier devant
nous nous est familier (et qu’il est plus rare de nous de´placer paralle`lement a` une
surface en gardant le regard perpendiculaire a` cette surface), l’interpre´tation la plus
naturelle est le de´placement de la sce`ne.
Rotation
La rotation d’un objet en deux dimensions peut se faire uniquement sur l’axe des
z, l’axe perpendiculaire a` la sce`ne, ou, si l’on pre´fe`re, l’axe qui “sort” de l’e´cran.
Il est pratique pour l’utilisateur de pouvoir de´cider du centre de rotation mais cela
n’est pas techniquement ne´cessaire : toute configuration position/rotation d’un objet
dans le plan peut eˆtre obtenue par composition de translations et de rotations. Par
exemple, si les rotations ont toujours lieu avec le centre de la sce`ne comme centre de
rotation, faire tourner un objet sur lui-meˆme peut eˆtre obtenu en translatant l’objet
au centre de la sce`ne, faire tourner l’objet (dont le centre co¨ıncide avec le centre de
la sce`ne et donc aussi avec le centre de rotation), puis le translater a` nouveau a` sa
position initiale (fig. 2.3).
Meˆme s’il est possible d’obtenir le re´sultat voulu, pour simplifier l’ope´ration de ro-
tation, permettre de de´cider ou` se trouve le centre de rotation est ne´cessaire. Le
centre de rotation est conceptuellement un objet qui peut seulement eˆtre translate´.
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FIG. 2.2 – Diffe´rents rapports entre le mouvement du curseur (fle`che vers la droite) et
celui de la sce`ne, qui contient ici seulement un rectangle. Dans (a), le mouvement de
la sce`ne suit le curseur mais avec une ampleur moindre et dans (b), il le suit avec une
ampleur plus importante. Dans (c), le mouvement de la sce`ne correspond exactement a`
celui du curseur.
Comme pour la translation, la rotation de la came´ra peut eˆtre interpre´te´e comme
une rotation de la sce`ne et pouvoir de´cider du centre de rotation est e´galement
souhaitable.
Mise a` l’e´chelle
L’ope´ration de mise a` l’e´chelle d’un objet est semblable a` l’ope´ration de rotation.
Un seul degre´ de liberte´ est ne´cessaire (parce que nous nous limitons a` une mise
a` l’e´chelle uniforme plutoˆt que de permettre de changer l’e´chelle des axes x et
y inde´pendamment) et la notion de centre existe e´galement. Le centre de mise a`
l’e´chelle est le point fixe de la transformation (fig. 2.4). Comme pour la rotation, il




FIG. 2.3 – La position avant l’ope´ration est marque´e en pointille´ et la position apre`s en
trait plein. Le centre de la sce`ne est symbolise´ par le point et le centre du rectangle par
une croix. Le carre´ noir permet de visualiser la rotation. (a) La rotation du rectangle
autour du centre de la sce`ne de 140◦ change e´galement sa position. (b) Par contre,
la rotation autour du centre du rectangle ne le de´place pas. Il est possible d’obtenir
la rotation de (b) en combinant translations et rotation autour du centre de la sce`ne.
(c) D’abord, une translation ame`ne le centre du rectangle au centre de la sce`ne. (d)
Ensuite, une rotation est effectue´e. Pour finir, le rectangle est ramene´ a` sa position
initiale par une seconde translation (e). La position initiale et la position finale dans
(b) correspondent a` la position initiale dans (c) et a` la position finale dans (e).
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n’est pas ne´cessaire techniquement de pouvoir de´cider de sa position mais cela sim-
plifie conside´rablement les manipulations que l’utilisateur doit re´aliser pour obtenir
le re´sultat voulu.
FIG. 2.4 – La mise a` l’´echelle posse`de comme la rotation une notion de centre. A gauche,
la mise a` l’´echelle se fait par rapport au centre de la sce`ne et le centre du rectangle est
de´place´. A droite, la mise a` l’´echelle est effectue´e par rapport au centre du rectangle et
celui-ci reste sur place.
Il est possible de modifier l’e´chelle du rendu de la sce`ne a` l’e´cran en changeant la
taille du rectangle de visualisation. A nouveau, en deux dimensions, il est pre´fe´rable
de pouvoir choisir le centre de la mise a` l’e´chelle.
2.2 Sce`ne 3D
L’affichage d’une sce`ne 3D sur un e´cran de´pend de la position du point de vue
adopte´ sur la sce`ne. Il est courant et commode de parler de la position d’une came´ra
virtuelle3 dans la sce`ne a` visualiser pour de´terminer le re´sultat a` l’e´cran. Comme
dans le cas 2D, l’emplacement de la came´ra dans la sce`ne affecte la vue obtenue.
2.2.1 Projection perspective et projection orthographique
Dans la section pre´ce´dente, la vue sur la sce`ne 2D de´pend d’un rectangle place´ dans
cette sce`ne. En trois dimensions, l’affichage de´pend d’un volume de visualisation
a` six faces : soit un paralle´le´pipe`de rectangle, soit un frustum (pyramide dont le
sommet est tronque´). La forme du volume de visualisation influence le rendu de la
3Pour simplifier, nous parlerons par la suite de came´ra sans mentionner qu’elle est virtuelle.
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sce`ne. Il s’agit d’un paralle´le´pipe`de rectangle dans le cas d’une projection orthogra-
phique et d’un frustum dans le cas d’une projection perspective (fig. 2.5). La position
du volume est donne´e par la position de la came´ra. La partie de la sce`ne contenue
dans le volume est projete´e en direction du point de vue, c’est-a`-dire la position de
la came´ra (le sommet de la pyramide dans le cas de la projection perspective), sur
le plan proche.
plan proche plan lointain plan proche plan lointain
FIG. 2.5 – Projection orthographique et projection perspective. L’image est forme´e sur
la face du volume de visualisation situe´e sur le plan proche. La taille d’un objet dans
la sce`ne n’est pas influence´e par la distance entre l’objet et le point de vue dans la
projection orthographique alors qu’elle l’est dans la projection perspective.
Pour une projection orthographique, la distance d’un objet par rapport au point de
vue n’influence pas la taille qu’il prend a` l’e´cran (la taille du volume ne varie pas
en fonction de son e´loignement a` la came´ra) alors que dans le cas de la projection
perspective, un objet couvre une portion de l’e´cran moins importante s’il est plus
e´loigne´ (la taille du volume de projection croˆıt au fur et a` mesure que l’on s’e´loigne
du point de vue). La projection perspective est utile pour produire une image d’une
sce`ne de fac¸on re´aliste car elle imite le fonctionnement d’une ve´ritable came´ra ou
de nos yeux. La projection orthographique est ne´anmoins aussi utile lorsque l’on
souhaite pouvoir comparer a` l’e´cran les dimensions des objets de la sce`ne.
2.2.2 Navigation
Un objet virtuel place´ dans une sce`ne 3D posse`de six degre´s de liberte´ : la translation
qui peut se faire sur un des trois axes (x, y et z) et la rotation qui peut eˆtre de´finie
en fonction d’angles sur ces trois axes. Il en est bien entendu de meˆme pour la
came´ra que nous utilisons pour visualiser la sce`ne. Les ope´rations de translation et
de rotation sont similaires au cas 2D et ne sont pas de´taille´es a` nouveau. L’ope´ration
CHAPITRE 2. NAVIGATION 2D ET 3D 24
de zoom par contre me´rite une explication supple´mentaire. En principe, zoomer ne
change pas le point de vue. Ce qui est devant la came´ra avant le zoom, reste devant
la came´ra apre`s. Cependant, le mot zoom est souvent employe´ pour de´signer une
translation sur l’axe des z (l’axe perpendiculaire a` l’e´cran).
Pour les mouvements de came´ra dans une sce`ne 2D, nous avons indique´ que l’in-
terpre´tation du mouvement a` l’e´cran correspondait plutoˆt au de´placement de la
sce`ne (comme une grande feuille de papier) plutoˆt qu’a` celui d’une came´ra. En
trois dimensions, il y a toujours deux interpre´tations possibles. Celle qui est choi-
sie de´pendra fortement du contenu de la sce`ne et de la manie`re dont l’utilisateur
doit controˆler la navigation. Etant donne´ le contexte de ce travail, nous sommes
concerne´ par la visualisation de baˆtiments. Il peut s’agir d’un seul baˆtiment ou d’une
portion de ville : plusieurs baˆtiments avec des routes, des ponts, ... Si l’utilisateur
domine la sce`ne (elle apparaˆıt en entier a` l’e´cran), il aura davantage l’impression
de la manipuler. Par contre, s’il est immerge´ dans la sce`ne, il aura l’impression de
se de´placer a` l’inte´rieur plutoˆt que de la manipuler. Cette impression peut eˆtre ren-
force´e ou diminue´e suivant l’interaction ne´cessaire pour de´placer la came´ra. Pre-
nons un exemple : la sce`ne consiste en un cube affiche´ a` l’e´cran et le de´placement
du point de vue s’effectue avec les touches fle´che´es du clavier. Si presser la fle`che
gauche de´place la came´ra a` droite, cela donne l’impression que la fle`che controˆle le
cube (puisqu’a` l’e´cran, il se de´place vers la gauche). Si cela de´plac¸ait la came´ra vers
la gauche, cela donnerait l’impression que c’est la came´ra qui est controˆle´e.
2.2.3 Me´taphores de navigation
L’exemple de la section pre´ce´dente illustre en fait les me´taphores scene-in-hand et
eyeball-in-hand [WO90]. Dans la premie`re me´taphore, l’utilisateur controˆle la sce`ne
et conside`re que le point de vue est fixe. Dans la seconde me´taphore, l’utilisateur
controˆle l’oeil par lequel il voit la sce`ne et celle-ci est conside´re´e comme fixe. Cette
distinction est valable autant pour la translation que pour la rotation.
Dans une sce`ne comportant des baˆtiments, on peut envisager de regarder les
baˆtiments uniquement de l’exte´rieur (comme si l’on se promenait dans les rues
autour de ces baˆtiments) ou e´galement de l’inte´rieur. On peut souhaiter que l’in-
teraction se fasse comme si l’on marchait sur le sol ou plutoˆt eˆtre libre d’adopter
tout point de vue (comme un oiseau). Le cas ou` l’on simule un de´placement a` pied
est bien connu puisqu’il correspond aux jeux vide´os d’action a` la premie`re personne.
Ce terme signifie que l’image rendue est similaire a` celle que le personnage incarne´
verrait. Par comparaison, la vue a` la troisie`me personne pre´sente le personnage
controˆle´ visible a` l’e´cran, ge´ne´ralement de derrie`re et le´ge`rement du dessus.
Quel que soit le type de changement de vue utilise´, le mouvement peut eˆtre ou non
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limite´ de diffe´rentes fac¸ons. La contrainte la plus courante est l’impossibilite´ dans
les jeux vide´os de passer a` travers les murs. Une autre contrainte, importante dans
le cas de l’architecture, est lie´e a` la notion de verticalite´ : en voyant une image de
baˆtiments a` l’e´cran, il est possible d’indiquer imme´diatement si l’image est a` l’envers
ou si elle penche le´ge`rement. Il n’y a que si l’on voit la sce`ne a` la verticale que la
question ne se pose pas. Pour cette raison, faire une rotation de la came´ra doit
ge´ne´ralement conserver les verticales.
Chapitre 3
Etat de l’art et logiciels existants
Ce chapitre comporte deux sections principales. La premie`re traite de la fac¸on dont
trois logiciels populaires de mode´lisation 3D permettent la navigation dans une
sce`ne virtuelle. La seconde section de´crit les principales re´alisations en matie`re de
techniques d’interactions susceptibles d’eˆtre utilise´es au stylet sur une surface d’af-
fichage assez grande (le Bureau Virtuel). C’est sur base de ces techniques que le
choix des widgets de navigation a` imple´menter a e´te´ fait avec les membres du Lucid
Group.
3.1 Navigation dans les logiciels 3D existants
La navigation dans une sce`ne est semblable d’un logiciel a` l’autre, tant en terme de
mouvements possibles qu’en terme de leur mise en oeuvre par l’utilisateur. Tous
les logiciels fonctionnent selon le principe de mode. Diffe´rents modes sont dis-
ponibles. Parmi ces modes, on trouve les outils de se´lection, de manipulation, de
changement d’apparence ou de ge´ome´trie. La navigation dans la sce`ne virtuelle est
e´galement re´alise´e via l’utilisation de modes spe´cifiques. Un mode est souvent sym-
bolise´ par l’utilisation d’un curseur spe´cifique. Il peut eˆtre se´lectionne´ par une entre´e
dans un menu ou par l’utilisation de touches du clavier ou de boutons de la souris
(e´ventuellement par une combinaison de touches ou de boutons). Dans le cas de la
se´lection via un menu, le mode choisi est permanent, c’est-a`-dire qu’il ne sera rem-
place´ que par la se´lection d’un autre mode. Au lieu d’eˆtre permanent, un mode peut
eˆtre transitoire (en anglais, transient) : il dure seulement tant que le bouton ou la
touche d’activation du mode est maintenu enfonce´.
Les modes concernant la navigation sont fort semblables et sont de´taille´s dans les
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sections qui suivent. Leur mise en oeuvre varie tre`s le´ge`rement sur le choix des
touches ou boutons employe´s mais le principe reste le meˆme.
Les logiciels examine´s sont 3D Studio Max, Maya et SketchUp. Ces logiciels sont
destine´s a` eˆtre utilise´s avec un clavier et une souris a` trois boutons minimum. Le
proble`me de limitation des moyens de passage d’un mode a` un autre est donc beau-
coup moins important que dans le contexte du Bureau Virtuel et du stylet (ou` l’uti-
lisateur ne manipule que l’e´quivalent d’une souris a` un seul bouton, sans clavier).
3.1.1 Ope´rations standards
Chacun des logiciels examine´s propose trois ope´rations de navigation que l’on peut
conside´rer comme le standard de la navigation. Ces trois ope´rations sont le panning,
le zoom et la rotation.
Panning
Le panning, que l’on retrouve dans les logiciels de traitement 2D, permet de de´placer
la came´ra paralle`lement au plan de projection. Puisque le mouvement se fait dans
un plan, il peut correspondre au mouvement de la souris ou du stylet : un mou-
vement vertical (resp. horizontal) du curseur re´alise un mouvement vertical (resp.
horizontal) de la came´ra. Dans une application 2D, il donne l’impression de de´placer
le support de travail.
Zoom
Le zoom, e´galement disponible en 2D, permet d’avoir une image agrandie d’une
partie de la sce`ne. Bien que de´nomme´ zoom, dans une sce`ne a` trois dimensions vue
par une came´ra perspective, il s’agit plutoˆt d’un mouvement de la came´ra suivant un
axe perpendiculaire a` l’e´cran. Ce mouvement est parfois appele´ dolly en re´fe´rence au
mouvement similaire effectue´ au cine´ma. Si la came´ra donne lieu a` une projection
orthographique, de´placer la came´ra sur l’axe perpendiculaire a` l’e´cran ne change
pas l’image forme´e (des objets de la sce`ne peuvent se retrouver derrie`re la came´ra
et ne plus eˆtre visibles mais peu importe la distance d’un objet, sa taille a` l’e´cran
restera la meˆme). Dans ce cas, le terme de zoom est plus approprie´.
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Rotation
La troisie`me ope´ration consiste a` faire tourner la came´ra autour d’un point spe´cifique
de la sce`ne de´fini de fac¸on diffe´rente d’une application a` l’autre. Pour pre´ciser que
la came´ra tourne autour d’un point plutoˆt que sur elle-meˆme, cette ope´ration est
souvent appele´e en anglais arc-rotate ou orbit. Ge´ne´ralement, la position du centre
de rotation de´pend de la position de la came´ra, de la partie de la sce`ne visible ou de
la partie de la sce`ne se´lectionne´e.
Ope´rations supple´mentaires
Les trois ope´rations de´crites ci-dessus sont celles les plus employe´es. Pour obtenir
le point de vue de´sire´ sur la sce`ne, l’utilisateur est ge´ne´ralement amene´ a` les utili-
ser a` tour de roˆle, passant rapidement d’un mode a` un autre. Ces ope´rations sont
comple´te´es par d’autres moins souvent utilise´es. Il est souvent possible de centrer la
vue sur un objet se´lectionne´ de manie`re a` ce qu’il remplisse presque toute la surface
d’affichage. Ou encore, une ope´ration walkthrough permet de se de´placer sur un
plan horizontal de fac¸on continue, l’orientation de la souris permettant de s’orienter
en tournant selon un axe vertical.
3.1.2 Point de re´fe´rence et picking
Les ope´rations de navigation ne sont pas de´finies uniquement en fonction de la po-
sition et de l’orientation de la came´ra mais peuvent ne´cessiter un point de re´fe´rence.
Elles peuvent de´pendre de ce qui est se´lectionne´, de ce qui est visible ou de l’endroit
ou` se trouve le curseur. La position du curseur peut correspondre a` l’emplacement
d’un objet a` l’e´cran. Le point pre´cis de l’objet ainsi de´signe´ posse`de des coordonne´es
dans l’espace de la sce`ne. Il est donc possible, a` partir des coordonne´es a` l’e´cran (en
deux dimensions) du curseur d’obtenir les coordonne´es 3D d’un point dans la sce`ne.
Ce travail est re´alise´ par une fonctionnalite´ de la bibliothe`que 3D appele´e picking.
Le picking est re´alise´ en calculant un rayon partant du point de vue et dont la
direction de´pend de la position du curseur. Ce rayon est ainsi dirige´ vers le point
de la sce`ne qui est projete´ au meˆme endroit que le curseur (voir la description
du frustum et la figure 3.1). L’intersection de ce rayon et de la sce`ne permet de
connaˆıtre l’objet pointe´ par le curseur ainsi que les coordonne´es d’intersection. Le
point d’intersection peut alors servir de point de re´fe´rence pour certaines ope´rations.
Un point de re´fe´rence est ne´cessaire pour les ope´rations du type arc-rotate ou orbit.
Ces ope´rations font tourner la came´ra autour d’un point. Par exemple, il peut s’agir
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plan proche
FIG. 3.1 – Cette figure illustre le principe du picking. A partir du point de vue (tout a`
gauche), il est possible de tracer un rayon qui part en direction du volume de visuali-
sation (vers la droite) et qui passe par la position du curseur sur l’image forme´e sur le
plan proche. Le calcul de l’intersection la plus proche du point de vue entre ce rayon et
la sce`ne donne un point de re´fe´rence pour certaines ope´rations de navigation.
d’un objet se´lectionne´. Le zoom peut aussi eˆtre effectue´ par rapport a` un point de
re´fe´rence. Ce point est alors fixe a` l’e´cran pendant l’ope´ration de zoom (voir la
description du zoom en deux dimensions).
Le panning peut e´galement be´ne´ficier d’un point de re´fe´rence. Le panning peut par
exemple eˆtre re´alise´ par rapport a` un objet et maintenir le point d’intersection du
rayon de´fini par le curseur et cet objet fixe pour obtenir un effet de manipulation
directe semblable au de´placement d’une feuille de papier du bout du doigt (le doigt
et la feuille restent fixes l’un par rapport a` l’autre). Si l’objet n’est pas de´termine´ (il
n’y en a pas sous le curseur), il peut eˆtre conceptualise´ comme un plan paralle`le a` la
vue et a` une certaine distance. La distance de ce plan (nomme´ plan de panning dans
la suite) peut eˆtre la distance du dernier objet manipule´ ou le centre de la portion
de sce`ne qui est visible.
SketchUp
Des quatre applications, SketchUp est la seule dont le centre de rotation et le plan
de panning sont de´pendants de la partie de la sce`ne qui est visible a` l’e´cran. Ainsi,
si un seul objet est visible, l’arc-rotate permet de tourner autour de cet objet sans le
se´lectionner explicitement au pre´alable.
Dans le cas ou` plusieurs objets sont visibles, leur importance dans la vue (s’ils sont
plus ou moins e´loigne´s a` l’e´cran) est prise en compte et la rotation se fera autour de
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plusieurs objets.
Une situation moins intuitive se pre´sente lorsque, avant l’utilisation de l’arc-rotate,
un seul objet est visible a` l’avant plan et qu’un second apparaˆıt a` la vue pendant la
rotation. Au de´but, la rotation garde le premier objet bien centre´ puis le centre de
rotation se de´place lorsque le deuxie`me objet devient visible (a` moins qu’il ne soit
fort e´loigne´) et donc le premier objet n’est plus au centre de l’e´cran.
Le panning utilise le principe de manipulation directe et le plan de panning est situe´
a` la profondeur du point donne´ par le picking s’il existe ou par la position des objets
proches s’il n’existe pas.
3D Studio Max et Maya
Le centre de rotation peut eˆtre, en fonction de la variante de l’arc-rotate choisie,
la se´lection (objet, un groupe d’objets ou un sous-e´le´ment d’un objet) ou eˆtre lie´ a`
la vue. Dans ce cas, il est situe´ sur l’axe des z, coˆte´ ne´gatif. Lorsque l’application
de´marre, la came´ra est dirige´e vers le centre de la sce`ne. L’ope´ration de rotation et
celle de zoom de´placent la came´ra par rapport a` ce centre.
3.1.3 Panning
SketchUp
Dans SketchUp, le plan de panning est situe´ a` l’intersection donne´e par le picking
lorsqu’elle existe. Le principe de manipulation directe posse`de un aspect
particulie`rement inte´ressant dans le cas du panning dans une vue en perspective. La
perspective raccourcit les distances. Un objet de taille constante apparaˆıt a` l’e´cran
de plus en plus petit lorsqu’il s’e´loigne du point de vue. Inversement, le panning
avec manipulation directe peut effectuer un plus grand de´placement de la came´ra
si le plan de panning est situe´ plus loin. L’utilisateur peut donc varier intuitivement
l’ampleur du mouvement de came´ra pour un meˆme mouvement du curseur suivant
la distance de l’objet intersecte´ par le picking. Tout se passe comme si l’utilisateur
piquait l’objet avec une punaise et le plac¸ait ou` il voulait a` l’e´cran (fig. 3.2).
Lorsque l’outil zoom est se´lectionne´, un double-click fait un panning instantane´ qui
a pour effet de centrer a` l’e´cran le point de picking.







FIG. 3.2 – Cette figure illustre les mouvements de came´ra obtenus par un panning avec
manipulation directe en 3D. La situation de de´part est visible en (b). (a) pre´sente la
situation apre`s un panning effectue´ avec le curseur sur la face partiellement visible du
volume de droite. (b) pre´sente la situation apre`s un panning effectue´ avec le curseur
sur la face a` l’avant-plan. Les fle`ches indiquent le mouvement du curseur a` l’´ecran.
La distance parcourue par le curseur est identique pour les deux pannings mais le
mouvement de came´ra est plus important en (a) qu’en (b) a` cause du raccourcissement
duˆ a` la perspective.
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3D Studio Max et Maya
Dans 3D Studio Max et Maya, la profondeur du plan de panning correspond a` celle
du centre lie´ a` la vue (il s’agit du meˆme point que celui utilise´ pour la rotation).
3.1.4 Zoom
SketchUp
SketchUp offre deux possibilite´s pour re´aliser un zoom (une translation sur l’axe
des z). L’un est active´ par une entre´e dans un menu (mode permanent) et l’autre
par la molette de la souris. Le zoom utilise´ par le menu fait avancer ou reculer la
came´ra sur l’axe des z. Le zoom avec la molette de´place la came´ra le long du rayon
de picking. Ce de´placement conserve le point de picking sous le curseur. Il est donc
pratique lorsque l’on de´sire zoomer sur un endroit qui n’est pas situe´ au centre de
l’e´cran. Autrement, il faudrait alterner zoom et panning pour obtenir le meˆme effet.
3D Studio Max
Le facteur de zoom est proportionnel a` la distance entre le point de vue et le point
de re´fe´rence au moment du de´but du zoom. Cela signifie que lorsque la came´ra est
situe´e proche du centre, un mouvement de souris plus important sera ne´cessaire
pour un meˆme de´placement de la came´ra. Aussi, en de´marrant de plus loin, avec
un seul mouvement de souris, il est possible de de´placer la came´ra plus loin que le
centre (parce que le mouvement de la came´ra est fort important). Si le zoom est fait
en plusieurs petits mouvements, c’est le cas par exemple en utilisant la molette, le
mouvement finit par devenir nul (au fur et a` mesure que l’on se rapproche du centre,
le mouvement de la came´ra diminue). Il faut alors de nombreuses utilisations de cet
outil pour sortir de cet e´tat (le recul aussi est affecte´ par cette proportionnalite´).
Maya
Dans Maya, le facteur de de´placement ne de´pend pas de la distance du centre de
rotation. Contrairement a` 3D Studio Max, si la distance au centre devient presque
nulle, l’amplitude du mouvement n’en sera pas re´duit pour la cause.
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3.1.5 Arc-rotate
SketchUp
Il existe diffe´rentes manie`res d’imple´menter l’ide´e de la rotation de la came´ra au-
tour d’un point. Dans [Hul90], un mouvement de souris qui fait une boucle (le
curseur revient a` son point de de´part) ne remet pas la came´ra dans son e´tat initial
et son utilisation n’est pas intuitive. [Sho94] par contre est inde´pendant du che-
min parcouru par le curseur et seuls les points de de´part et d’arrive´e du chemin
importent. Malheureusement, il est difficile de conserver la verticale de la sce`ne a`
l’e´cran[LGC99]. Dans SketchUp, la verticale est pre´serve´e : peu importe le mouve-
ment re´alise´ par la souris, la verticale de la sce`ne apparaˆıtra verticale a` l’e´cran (sauf
dans le cas extreˆme ou` la came´ra pointe verticalement). Il s’agit d’une proprie´te´
inte´ressante dans ce genre d’application. En effet, SketchUp est principalement uti-
lise´ pour mode´liser des baˆtiments. La notion de verticalite´ est donc importante. Par
contre, rien n’empeˆche de faire une rotation qui place la came´ra au-dessus de la
sce`ne, en regardant vers le bas, et de de´passer ce point. La came´ra est alors place´e
a` l’envers.
3D Studio Max
L’outil de rotation dans 3D Studio Max permet de choisir plusieurs effets. Lorsque le
mode de rotation est utilise´, un cercle avec quatre poigne´es est visible au centre de
l’e´cran. Un de´placement dans le centre de ce cercle re´alise un arc-rotate. En dehors
du cercle, la came´ra tourne le long de l’axe z (comme si l’on penchait la teˆte sur le
coˆte´). Les poigne´es permettent de faire un arc-rotate contraint sur l’axe vertical ou
sur l’axe horizontal.
3.2 Etat de l’art
Cette section pre´sente un e´tat de l’art en matie`re de techniques d’interactions
adapte´es a` l’utilisation d’une grande surface d’affichage. Elles concernent toutes
l’utilisation d’un dispositif de pointage simple comme la souris ou la tablette gra-
phique.
Les techniques sont relativement simples. Il existe d’autres possibilite´s plus com-
plexes a` mettre en oeuvre, telles que la reconnaissance de gestes, de traits1 ou de
1Par gestes, nous entendons des mouvements faits avec le dispositif de pointage. Ils peuvent eˆtre ef-
fectue´s avec le bouton appuye´ (ou avec contact entre le stylet et la surface tactile) ou non. Du point
de vue du moteur de reconnaissance, seul le chemin du curseur importe et la reconnaissance de gestes
ou de traits est donc similaire.
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voix. Dans [FKP+03], les auteurs font mention de ces techniques mais les e´cartent
en faveur de me´thodes d’interactions plus traditionnelles, parce que les calculs
ne´cessaires pour traiter la reconnaissance de gestes ou de la voix geˆneraient le pas-
sage rapide d’un outil a` un autre. Nous trouvons l’argument le´ger et justifions l’ex-
ploration de techniques base´es sur un simple dispositif de pointage pour des raisons
diffe´rentes. Ainsi, parmi les techniques existantes, il n’est pas possible de connaˆıtre
a priori la meilleure technique et il est pre´fe´rable d’avoir a` sa disposition plusieurs
techniques selon les situations. Ensuite, le fait qu’il soit plus facile d’imple´menter
ces techniques plutoˆt que des techniques a` base de reconnaissance de traits ou de
gestes permet d’en expe´rimenter davantage, voire de viser une certaine exhaustivite´.
Enfin, le contexte mate´riel du Bureau Virtuel nous impose un syste`me de pointage
simple. Il n’est donc pas question ici d’interactions a` deux mains (voir par exemple
[BSF+95]).
3.2.1 Les marking menus
Les marking menus [Kur93] [KB94] permettent a` un utilisateur de se´lectionner une
entre´e dans un menu. Ils sont utilisables a` la souris ou au stylo ; ce dernier donne
de meilleurs re´sultats. Cette se´lection peut eˆtre re´alise´e de deux fac¸ons distinctes.
La premie`re fac¸on correspond pour une bonne part au fonctionnement d’un menu
de´roulant classique. Lorsque le stylo est presse´ contre la surface d’affichage et garde´
dans cet e´tat pendant un court laps de temps (par exemple 200 millisecondes), un
menu radial s’affiche. Un menu radial organise ses entre´es en cercle. Ge´ne´ralement,
les e´le´ments sont e´quidistants et il est pre´fe´rable d’en avoir 4, 8 ou 12 place´s selon
les points cardinaux d’une boussole. La se´lection d’une entre´e se fait en de´plac¸ant
le stylo dessus, tout en le maintenant en contact avec la surface, puis en le levant.
Tant que le stylo n’est pas leve´, un retour visuel peut indiquer quel e´le´ment sera
se´lectionne´ lorsque le stylo sera releve´.
La seconde fac¸on d’utiliser un marking menu est de toucher la surface avec le stylo
et de re´aliser un court trait (ou marque, d’ou` le nom de cette technique d’interac-
tion) en direction de l’e´le´ment que l’utilisateur souhaite se´lectionner. Un retour peut
indiquer quel e´le´ment a e´te´ effectivement se´lectionne´ mais il est a` noter qu’il n’a pas
e´te´ ne´cessaire pour l’utilisateur d’attendre que le menu s’affiche.
C’est l’existence de ces deux fonctionnements qui rend le marking menu si
inte´ressant. Le premier peut eˆtre utilise´ par l’utilisateur novice et le second par l’utili-
sateur expe´rimente´. Le marking menu permet au de´butant, d’une part, de de´couvrir
ce que le menu contient et, d’autre part, d’eˆtre habitue´ a` re´aliser la se´lection en fai-
sant le meˆme mouvement physique que l’utilisateur expert. L’utilisateur qui connaˆıt
le menu peut rapidement exe´cuter une se´lection sans devoir faire attention mo-
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mentane´ment a` l’apparition d’un menu. Le marking menu permet ainsi d’eˆtre utilise´
aussi bien par un de´butant que par un expert et ame`ne le de´butant a` devenir expert.
Extensions
Plusieurs extensions aux marking menus ont e´te´ de´veloppe´es. La plus simple est
l’arrangement hie´rarchique de menus [KB93]. Ceux-ci sont toujours des marking
menus et peuvent eˆtre employe´s comme tels : soit l’utilisateur attend avec le stylo
toujours applique´ sur une entre´e et le sous-menu radial apparaˆıt, soit il re´alise une
marque ou` les changements de direction correspondent aux sous-menus parcourus
(la marque est en zigzag).
Dans [GW00], le principe du marking menu est modifie´ pour permettre la se´lection
continue de plusieurs e´le´ments (et non pas une seule entre´e du menu). Le re´sultat,
baptise´ Flow Menu, peut par exemple eˆtre utilise´ pour entrer un nombre en
se´lectionnant les chiffres qui le composent. Comme pour le marking menu, le stylo
de´marre du centre d’un menu radial et de´crit un trait. Les entre´es sont dispose´es
(par exemple) sur les coˆte´s d’un octogone. La se´lection n’est pas le coˆte´ correspon-
dant a` la direction du trait quittant le centre (zone dite de “repos”) mais le coˆte´
par lequel le trait revient dans la zone de repos. Lorsque le stylo est a` nouveau
au centre, l’utilisateur peut poursuivre le trait pour se´lectionner d’autres coˆte´s. Le
nombre d’entre´es possibles est augmente´ en permettant de placer trois d’entre elles
par coˆte´ de l’octogone. Celle des trois qui est se´lectionne´e est de´termine´e par le trait
quittant ce coˆte´ soit vers le centre du menu, soit vers un autre coˆte´ de l’octogone.
Dans un marking menu hie´rarchique, il est possible de remplacer le trait unique
(avec changement de direction) par plusieurs traits (sans changement de direction)
faits dans un court intervalle de temps [ZB04]. Le but est de permettre de re´aliser
les traits dans une meˆme zone, inde´pendamment du nombre de sous-niveaux du
menu. Cela permet aussi d’e´viter toute ambigu¨ıte´ lorsque les sous-niveaux parcou-
rus sont dans une seule direction. Une limitation commune au Flow Menu et au
marking menu hie´rarchique est le nombre d’entre´es par niveau qui ne peut exce´der
raisonnablement huit. En tenant compte de la position de la marque par rapport au
centre du marking menu (le point ou` se situait le stylo au moment ou` le menu est
invoque´), le nombre d’entre´es est conside´rablement augmente´ [ZAH06]. La position
de la marque est effectivement un premier choix de sous-menu et la direction de la
marque un second.
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3.2.2 Les interfaces a` base de croisements
L’utilisation la plus courante d’un syste`me de pointage comme la souris ou la ta-
blette graphique est de pointer un bouton et de “cliquer”. [AZ02] e´tablit les bases
pour la re´alisation d’interfaces graphiques ou` l’interaction principale se fait par le
croisement du curseur (ou plutoˆt du chemin e´tablit par le de´placement du curseur
sans pression sur un bouton) et une ligne trace´e a` l’e´cran. Cette technique est habi-
tuellement utilise´e pour de´tecter l’entre´e ou la sortie du curseur dans une feneˆtre a`
l’e´cran. L’ide´e est applique´e a` un logiciel de dessin dans [AG05].
Le principe du croisement est le premier mentionne´ qui fasse usage du mouvement
du curseur sans ne´cessiter que le stylet soit appuye´ sur la surface. Ce principe est
inte´ressant parce qu’il exploite des e´ve`nements (les de´placements du curseur) habi-
tuellement ne´glige´s. Il est a` noter que tous les pe´riphe´riques d’entre´e ne permettent
pas cette technique : certains e´crans tactiles par exemple ne sont pas capables de
fournir les coordonne´es du curseur sans qu’il y ait un contact avec le stylet.
3.2.3 Tracking Menu et Trailing Widget
Les techniques mentionne´es dans les sections pre´ce´dentes concernent l’interaction
entre l’utilisateur et une partie de l’interface graphique. Le sujet de cette section est
le tracking menu [FKP+03] et le trailing widget [FVB06]. La conception de ces deux
widgets vise a` garder un menu “a` porte´e de click” .
Le tracking menu est un widget correspondant a` un menu traditionnel dans lequel
le curseur peut se de´placer pour se´lectionner une entre´e mais qui bougera avec le
curseur de`s que celui-ci touchera le bord du widget (en direction de l’exte´rieur).
Plus pre´cise´ment, le de´placement du curseur qui induit le de´placement du menu se
fait sans pression du stylo sur la surface. Autrement dit, cette technique fait usage,
comme les interfaces a` base de croisements, de la possibilite´ de suivre la position du
stylo sans qu’il y ait contact.
L’utilisation d’un outil se fait en pressant sur l’entre´e du menu qui y correspond et
en bougeant le curseur (toujours presse´).
L’inte´reˆt de ce genre de menu est bien entendu qu’il reste proche du curseur pour mi-
nimiser les aller-retour vers un menu fixe, localise´ sur le bord de l’e´cran. Il est d’au-
tant plus inte´ressant que le passage d’un outil a` un autre est effectue´ re´gulie`rement
ou que la surface d’affichage (et donc la distance a` parcourir entre le curseur et le
menu) est grande.
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Comme le menu est pre´sent en permanence, il est a` noter qu’il se preˆte bien a`
une utilisation ou` seule la pointe du stylo permet de cliquer. Il n’est pas ne´cessaire
d’employer le bouton sur le corps du stylo ou un raccourci clavier pour le faire
apparaˆıtre.
Le tracking menu re´pond e´galement au besoin d’avoir acce`s a` des fonctionnalite´s
proches du curseur sans avoir recours a` un click-droit ou a` un raccourci clavier. Ce
menu a e´te´ de´veloppe´ pour une application utilise´e avec un stylo sur un affichage de
plusieurs me`tres de long. Il s’agit d’un simple bouton rond qui reste a` une certaine
distance du curseur en temps normal et qui peut eˆtre “clique´” si le mouvement pour
l’approcher est suffisamment rapide.
3.2.4 Le hover widget
Le hover widget [GHB+06], comme dans la section pre´ce´dente, a pour but de fournir
un menu proche du curseur. Le menu n’est pas visible en permanence et doit eˆtre
appele´ (affiche´) par l’utilisateur. C’est dans la manie`re dont l’appel du menu s’effec-
tue que se trouve l’originalite´ du hover widget. L’utilisateur re´alise un geste (sans
contact de la pointe du stylo sur la surface d’affichage), par exemple en forme de ‘L’
majuscule. A mesure que le geste s’exe´cute, le widget apparaˆıt en fondu progressif.
Si le geste n’est pas termine´ (il s’e´carte de la forme du ‘L’), le widget disparaˆıt a`
nouveau. Si le geste arrive a` la fin du ‘L’, le widget est tout a` fait visible et se trouve
sous le curseur. Il suffit alors de cliquer dessus pour l’activer.
Comme pour toute technique utilisant la reconnaissance de formes sans changement
explicite de mode (besoin ou non de la reconnaissance), il est ne´cessaire de trou-
ver un compromis entre simplicite´ de la forme d’appel du widget et risque d’appel
involontaire. Ne´anmoins, plusieurs menus peuvent eˆtre disponibles en variant les
formes d’appels (par exemple quatre ‘L’ superpose´s a` nonante degre´s d’intervalle).
3.2.5 Navigation sous contraintes
Dans une application 3D, l’ope´ration la plus courante est l’inspection (peindre sur
une surface, le´ger de´placement pour mieux percevoir les volumes, ...). Pour aider
a` cette taˆche, [KKS+05] contraint la came´ra a` se de´placer le long de la surface de
l’objet inspecte´ en gardant la came´ra oriente´e le long de la normale de la surface.
Une autre contrainte fortement utilise´e bien connue dans les jeux vide´os est celle qui
consiste a` ne pas pouvoir passer au travers du sol ou des murs. Elle n’est cependant
utilise´e que lorsqu’il faut simuler le de´placement a` pied dans la sce`ne.
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3.2.6 Gestes simples et zones de l’e´cran
Dans [ZF99], les auteurs pre´sentent une technique de choix d’ope´ration de navi-
gation 3D base´e sur une notion de geste ramene´ a` sa plus simple expression. La
technique fait la diffe´rence entre un trait (pointe presse´e sur l’affichage) qui com-
mence horizontalement ou un trait qui commence verticalement. De`s que la distance
limite pour de´cider de l’orientation est atteinte, le mouvement du stylo est continue´
et pilote un mouvement de came´ra. Si le mouvement est initie´ horizontalement,
l’ope´ration est un panning (section 3.1.1) ; s’il est de´marre´ verticalement, l’ope´ration
est soit un dollying (mouvement le long de l’axe perpendiculaire a` l’e´cran) si le
mouvement qui suit est vertical, soit un panning horizontal si le mouvement est
horizontal.
Il faut remarquer que le mode est de´termine´ par le de´but du mouvement. Une fois
le mode engage´, le mouvement peut eˆtre poursuivi avec un me´lange d’horizontalite´
et de verticalite´. En particulier, si l’on souhaite un panning vertical, le mouvement
doit de´marrer horizontalement ce qui introduira un le´ger de´calage horizontal qui
peut eˆtre corrige´ naturellement dans la suite.
En basant le choix du mode sur la diffe´rence horizontal/vertical, seuls deux choix
sont possibles. L’ope´ration de rotation est re´alise´e en commenc¸ant le mouvement au
bord de l’e´cran. Pour une rotation autour d’un point pre´cis, il est possible de cliquer
sur l’e´cran et ainsi de placer un centre de rotation.
3.2.7 Radial Scroll et Curve Dial
Radial Scroll[Smcs04] est un widget qui remplace le me´canisme de barre de
de´filement. Au lieu d’utiliser la barre pour faire de´filer le contenu d’un document
(par exemple une page web), l’utilisateur re´alise des cercles avec le stylet pose´ sur
la surface tactile. Tourner dans le sens des aiguilles d’une montre fait de´filer vers le
bas et tourner dans le sens inverse fait de´filer vers le haut.
Radial Scroll posse`de un de´faut : si l’utilisateur ne fait pas attention a` tourner autour
du centre du widget, le de´filement ne se fait plus correctement. Curve Dial[SmcsB05]
re´sout ce proble`me en supprimant la notion de centre : seule la courbure du mou-
vement re´alise´ par le stylet importe. De cette manie`re, l’utilisateur peut utiliser le
widget sans maintenir les yeux fixe´s dessus.
Chapitre 4
Imple´mentation des widgets
Diffe´rents prototypes de widgets de navigation dans une sce`ne, aussi bien 2D que
3D, ont e´te´ re´alise´s. Ils ont e´te´ imple´mente´s avec la bibliothe`que Java 3D. Ce cha-
pitre commence par une pre´sentation de la programmation 3D et de quelques
concepts cle´s de Java 3D. La seconde moitie´ du chapitre concerne les diffe´rents
prototypes de widgets qui ont e´te´ de´veloppe´s.
4.1 Java 3D
Les de´veloppements informatiques au Lucid Group se font essentiellement avec le
langage de programmation Java[GJSB05]. Pour les de´veloppements ne´cessitant des
rendus 3D, il existe plusieurs bibliothe`ques disponibles pour Java. Il existe notam-
ment la bibliothe`que JOGL qui permet d’utiliser la bibliothe`que OpenGL dans un
programme Java.
OpenGL (Open Graphics Library) [SWND05] est une spe´cification1, originellement
de´veloppe´e par la socie´te´ SGI, qui spe´cifie une API pour e´crire des applications 2D
et 3D be´ne´ficiant d’une acce´le´ration mate´rielle (c’est-a`-dire que les instructions of-
fertes par l’API sont exe´cute´es par un processeur graphique spe´cifique plutoˆt que
par le CPU de l’ordinateur). Avec OpenGL, il est possible d’utiliser les capacite´s
offertes par le mate´riel de fac¸on uniforme, inde´pendamment de sa marque ou de
son mode`le. La bibliothe`que imple´mentant cette API est ge´ne´ralement conc¸ue par
la firme fournissant le mate´riel. L’alternative courante a` OpenGL est Direct3D, de
1OpenGL est bien une spe´cification plutoˆt qu’une bibliothe`que de programmation. Ne´anmoins nous
nous permettons d’employer le terme de bibliothe`que OpenGL pour de´signer de fac¸on ge´ne´rique toute
bibliothe`que qui imple´mente cette spe´cification.
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Microsoft. Elle est disponible uniquement sous Windows alors qu’OpenGL est dispo-
nible entre autre sous Windows, Mac OS X et Linux. La portabilite´ des applications
de´veloppe´es au Lucid Group impose donc d’utiliser OpenGL.
D’autres bibliothe`ques 3D, construites sur JOGL, sont disponibles. La bibliothe`que
choisie au Lucid Group pour les applications 3D est Java 3D[SRD00]. Une des rai-
sons d’un tel choix est le concept de “write once, run everywhere” de Java et l’ap-
plication de ce concept a` Java 3D. Java 3D peut utiliser Direct3D ou OpenGL sous
Windows et utilise OpenGL sous Linux et Mac OS. Il est e´galement possible d’e´crire
une application avec Java 3D pour qu’elle fonctionne dans un navigateur web.
Java 3D a e´te´ initialement de´veloppe´e par Sun Microsystems. Il s’agit d’une bi-
bliothe`que de haut niveau (contrairement a` OpenGL ou JOGL) ou` l’organisation
et la gestion d’une application 3D se fait au travers du concept central de graphe de
sce`ne (ou scenegraph en anglais). Java 3D permet de cre´er, modifier dynamiquement
et rendre un tel graphe.
4.1.1 3D bas niveau et graphe de sce`ne
Une bibliothe`que de programmation 3D de bas niveau comme OpenGL expose des
commandes exe´cute´es par l’ordinateur. Ces commandes sont de deux types. Cer-
taines commandes permettent de manipuler l’e´tat du syste`me graphique et d’autres
permettent d’e´mettre des primitives 3D. L’e´tat du syste`me comprend la couleur cou-
rante, la couleur a` utiliser lorsque l’e´cran est vide´, la taille courante des points ou
des bords de polygones a` dessiner, les lampes actives, la texture active, etc. Les
commandes d’e´mission de primitives permettent de dessiner a` l’e´cran des points,
des lignes et des polygones. Le rendu de ces primitives est de´pendant de l’e´tat du
syste`me.
Cette manie`re d’ope´rer est de´crite comme ‘directe’. Le programmeur doit proce´der
instruction par instruction dans un ordre pre´cis pour obtenir le re´sultat de´sire´. Ceci
est compre´hensible si l’on conside`re qu’OpenGL a e´te´ pense´ comme une bibliothe`que
pour le langage C, langage impe´ratif. Par opposition au terme ‘directe’, il existe
des bibliothe`ques de plus haut niveau dites en ‘mode retenu’ (en anglais, retained
mode). Au lieu d’indiquer impe´rativement au syste`me graphique ce qu’il doit faire, le
programmeur manipule une structure de donne´es. Typiquement, une telle structure
sera un graphe de sce`ne qui abstrait les commandes de bas niveau sous-jacentes.
Au lieu d’e´crire des suites de commandes, le programmeur manipule des objets (au
sens de la programmation oriente´-objet).
L’API Java 3D est compose´e d’un ensemble principal de classes base´es sur la no-
tion de graphe de sce`ne et de classes imple´mentant les bases d’alge`bre line´aire
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ne´cessaires a` la programmation 3D (concepts de points, de vecteurs, de matrices
de transformation, ...). Dans Java 3D, les diffe´rentes composantes d’une sce`ne sont
organise´es en arbre. Les diffe´rents noeuds dans l’arbre peuvent correspondre a` la
ge´ome´trie des objets et a` leur placement les uns par rapport aux autres ainsi qu’a`
des indications sur la fac¸on de re´aliser le rendu (e´clairage, textures, ...). Le graphe
de sce`ne supporte e´galement la de´tection de collision entre objets 3D et le picking.
Un exemple de graphe de sce`ne est illustre´ a` la figure 4.1.
4.1.2 Noeuds principaux
Une bibliothe`que base´e sur la notion de graphe permet d’en construire un et prend
en charge le rendu. Celui-ci se fait en traversant le graphe et en modifiant l’e´tat de
la bibliothe`que 3D de bas niveau sous-jacente. Au fur et a` mesure que le graphe est
traverse´, deux choses se passent qui correspondent a` l’e´tat du syste`me graphique
et a` l’e´mission des primitives. D’une part, l’e´tat du syste`me est modifie´ en fonction
des noeuds d’e´tat (lumie`re, placement des objets, ...). D’autre part, lorsqu’un noeud
repre´sentant un objet graphique est atteint, les primitives permettant d’afficher cet
objet sont e´mises en utilisant la bibliothe`que de bas niveau.
Chaque noeud dans le graphe est une instance d’une classe Java 3D (ou une
imple´mentation d’une interface Java 3D). Il y a deux types de noeuds principaux :
le groupe et la feuille. Les feuilles sont des noeuds qui ne posse`dent pas de sous-
noeuds dans le graphe. Elles peuvent repre´senter la ge´ome´trie d’un objet (comme
une sphe`re ou un baˆtiment), l’apparence d’un tel objet (comme sa couleur) ou bien
caracte´riser l’environnement (comme l’e´clairage ou le son). Un noeud caracte´risant
la ge´ome´trie est associe´ a` un noeud de type ‘apparence’. Ils forment ensemble un
noeud ‘forme’.
Le deuxie`me type principal de noeud est le ‘groupe’. Comme son nom l’indique, ce
noeud permet de grouper plusieurs noeuds (ses enfants). Il y en a de diffe´rentes
sortes. Certains ne servent qu’a` cre´er un groupe de noeuds pour les manipuler fa-
cilement. D’autres permettent d’afficher les noeuds ‘enfants’ dans un certain ordre
(pour re´aliser des effets particuliers, notamment le chevauchement d’objets trans-
parents) ou encore de pouvoir les placer a` un endroit pre´cis de la sce`ne.
En plus des caracte´ristiques lie´es au rendu, chaque noeud en posse`de d’autres qui
de´crivent l’intention du programmeur. Par exemple, on peut de´cider si un noeud
groupe peut recevoir de nouveaux enfants a` l’exe´cution du programme ou non. Ce
genre d’information permet a` Java 3D de modifier le graphe de la sce`ne pour pouvoir
le ge´rer le plus efficacement possible. Cette modification est appele´e compilation.








FIG. 4.1 – Exemple de graphe de sce`ne. Le graphe de´bute au noeud racine (Root) et
posse`de deux branches. Chaque branche commence par un noeud BranchGroup (BG).
La branche de gauche contient un noeud TransformGroup (TG) qui positionne dans la
sce`ne une forme (Shape). Cette forme est compose´e d’une ge´ome´trie et d’une apparence.
Par exemple, si la forme repre´sente un cube rouge, la ge´ome´trie comprendra les six
faces du cube et l’apparence spe´cifiera une couleur rouge. La branche de droite posse`de
e´galement un noeud TransformGroup. Ce noeud place dans la sce`ne la plate-forme de
visualisation (on peut la conside´rer comme la came´ra virtuelle). Il place e´galement un
noeud Behavior qui controˆle (fle`che en pointille´s) la transformation au-dessus d’eux.
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Plate-forme de visualisation
Parmi les noeuds feuilles, il y en a un de particulier : la plate-forme de visualisation
(la classe ViewPlatform). Ce noeud correspond a` la came´ra virtuelle place´e dans
la sce`ne comme n’importe quel autre noeud Java 3D. Il peut servir aussi de point
d’attache pour d’autres noeuds qui doivent eˆtre positionne´s par rapport a` la came´ra.
Noeuds de type ‘groupe’ et transformation
Pour organiser les objets de la sce`ne dans le graphe et les placer ou` il le souhaite, le
programmeur fait essentiellement usage de deux types de noeuds ‘groupe’. Il s’agit
des noeuds BranchGroup et TransformGroup (d’apre`s les noms des classes Java qui
y correspondent).
Un noeud BranchGroup est une sous-classe de Group. Il permet de de´finir une
sous-branche du graphe qui peut eˆtre attache´e et de´tache´e du reste du graphe
a` l’exe´cution. Il expose une me´thode qui permet de compiler le sous-graphe qu’il
de´finit.
Un TransformGroup est un noeud de type ‘groupe’ qui contient un objet de la classe
Transform3D (qui repre´sente une tranformation 3D), c’est-a`-dire que le Transform-
Group positionne, oriente et donne l’e´chelle de ses enfants. C’est l’utilisation du
noeud TransformGroup qui donne tout son sens a` l’organisation en graphe des
e´le´ments qui composent la sce`ne2. La tranformation d’un objet dans la sce`ne est
donne´e par la concate´nation des transformations traverse´es dans le chemin direct de
la racine du graphe jusqu’au noeud repre´sentant l’objet. La transformation re´sultant
de la concate´nation transforme les points et les normales de l’objet en coordonne´es
globales.
Un objet de la classe Transform3D spe´cifie une transformation applicable a` des
noeuds du graphe de la sce`ne. Cette transformation est repre´sente´e dans la classe
Transform3D par une matrice 4x4 de nombres a` virgule flottante a` double pre´cision.
La classe Transform3D permet de cre´er des transformations particulie`res, par
exemple une rotation sur l’axe des x ou une rotation d’apre`s la valeur d’un qua-
ternion.
2En plus d’e´tablir le positionnement hie´rarchique des e´le´ments de la sce`ne, le graphe permet d’e´liminer
efficacement du rendu des portions comple`tes de la sce`ne qui ne seraient de toute fac¸on pas visibles a`
l’e´cran.
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4.1.3 De´placement de la came´ra
Le principe pour imple´menter la navigation dans une sce`ne Java 3D est de mani-
puler le noeud TransformGroup qui se trouve au-dessus de la ViewPlatform dans
le graphe, c’est-a`-dire le noeud qui positionne la came´ra virtuelle par laquelle l’uti-
lisateur voit la sce`ne. Les manipulations que nous de´sirons re´aliser sont pour la
plupart lie´es aux mouvements du dispositif de pointage. Par exemple, pour de´placer
la came´ra au-dessus de la feuille virtuelle dans une application 2D, un de´placement
de n pixels du curseur doit de´placer la came´ra, en coordonne´es de l’e´cran, de n
pixels (dans la direction oppose´e comme explique´ pre´ce´demment (section 2.1.1), si
l’on veut que le curseur soit fixe par rapport a` la feuille).
Re´action aux e´ve`nements
Pour re´agir aux mouvements du curseur (ou a` d’autres e´ve`nements d’entre´e), Java
3D propose un me´canisme a` travers la classe Behavior.
Le programmeur doit sous-classer la classe Behavior et imple´menter deux me´thodes.
La premie`re permet d’initialiser le nouveau Behavior et la seconde est exe´cute´e par
Java 3D chaque fois qu’un e´ve`nement, appele´ ‘stimulus’ dans le cadre de la classe
Behavior, survient. Le lecteur curieux se demande probablement pourquoi un objet
de la classe Behavior est e´galement un noeud prenant place dans le graphe de la
sce`ne. La raison en est simple. A un Behavior est associe´ un volume d’activation.
Si la position de la came´ra virtuelle ne se trouve pas dans le volume du Behavior,
alors le Behavior ne recevra pas de stimuli. Ce principe de volume d’activation est
e´galement utilise´ pour les noeuds associe´s a` des sons ou a` des e´clairages et permet
d’e´viter que l’ordinateur fasse des calculs dont les re´sultats ne seraient pas visibles.
Dans le cas pre´sent, e´tant donne´ les contraintes que l’on s’est fixe´, les seuls sti-
muli qui nous inte´ressent sont les e´ve`nements de la bibliothe`que de feneˆtrage AWT3
qui concernent la souris. En effet, peu importe le pe´riphe´rique de pointage utilise´,
les e´ve`nements sont conceptuellement associe´s a` ceux d’une souris. AWT est la bi-
bliothe`que standard pour re´aliser des interfaces graphiques avec le langage de pro-
grammation Java. Pour une application Java 3D, AWT sert a` obtenir une feneˆtre
dans laquelle la sce`ne est rendue ainsi que les e´ve`nements qui y sont lie´s, comme
le changement de taille de la feneˆtre ou son recouvrement/de´couvrement par une
autre feneˆtre a` l’e´cran. Nous ne sommes pas concerne´ par ces aspects et utilisons les
mots ‘feneˆtre’ et ‘e´cran’ comme s’ils e´taient interchangeables.
3AWT est une bibliothe`que permettant de cre´er des feneˆtres a` l’e´cran et de ge´rer les e´ve`nements en
entre´e.
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4.1.4 Affichage 2D
Le widget est affiche´ comme un objet 2D mais est programme´ avec Java 3D. Cela
permet si ne´cessaire de lui donner un aspect diffe´rent, y compris de l’animer en
trois dimensions, et de mieux l’inte´grer au reste de l’application. Dans les premie`res
e´bauches, meˆme son placement se faisait dans la sce`ne 3D plutoˆt qu’en 2D en sur-
impression de l’affichage de la sce`ne4.
Proble`me
Contrairement a` ce que l’on pourrait attendre d’une telle bibliothe`que, l’affichage en
2D est rendu difficile avec Java 3D car l’API ne permet pas de passer d’une projec-
tion perspective a` une projection orthogonale dans le meˆme rendu. Une projection
orthogonale ne rend pas les e´le´ments de la sce`ne de plus en plus petits en fonc-
tion de leur e´loignement par rapport a` la came´ra. Elle est utile par exemple pour
re´aliser des plans. Elle est e´galement utile pour l’affichage en deux dimensions car
elle permet une correspondance naturelle entre les unite´s utilise´es pour placer l’ob-
jet 2D dans la sce`ne et les pixels de la surface d’affichage (par exemple, si l’objet est
un rectangle sur lequel est place´ une image de 20x10 pixels, nous aimerions qu’il
occupe 20x10 pixels a` l’e´cran).
Solution
La solution retenue est de placer les e´le´ments 2D dans la sce`ne de fac¸on a` ce que
leur affichage fasse correspondre un pixel de l’e´le´ment a` rendre avec un pixel de
l’e´cran (pour e´viter tout clignotement lors de l’animation) en plac¸ant des noeuds
avec les transformations ade´quates dans le graphe de sce`ne. Ces transformations
changent en meˆme temps que le placement de la came´ra pour que les objets 2D
restent fixes par rapport a` celle-ci (voir figure 4.2).
Inconve´nient
L’inconve´nient de cette me´thode, puisque l’objet 2D est finalement un objet parmi
d’autres dans la sce`ne comple`te, re´side dans la possible de cre´er une situation ou`
un objet de la sce`ne (un mur par exemple) se situe entre la came´ra et l’e´le´ment 2D,
le cachant ainsi a` la vue. Ce proble`me peut eˆtre minimise´ en prenant soin d’afficher
4Ce placement en trois dimensions rendait aise´ la de´termination du centre de rotation de la came´ra par
exemple.







FIG. 4.2 – La came´ra de´finit un syste`me de coordonne´es dont elle est le centre. Elle est
pointe´e le long des z ne´gatifs. L’axe des x va vers la droite et l’axe des y va vers le haut.
Le syste`me de coordonne´es de l’´ecran posse`de deux axes : l’axe des x va vers la droite et
l’axe des y va vers le bas. Le point (0,0) est situe´ en haut a` gauche.
les e´le´ments 2D tre`s proches de la came´ra (c’est-a`-dire le plus pre`s possible du plan
proche, a` l’inte´rieur du volume de visualisation). Ou encore, il pourrait eˆtre totale-
ment supprime´ en s’assurant que le rendu des e´le´ments 2D se fasse sans tester la
profondeur relative5 a` l’e´cran des e´le´ments 2D par rapport a` la sce`ne. Malheureuse-
ment, cette possibilite´ ne s’est pas ave´re´e satisfaisante avec Java 3D.
Calcul de la transformation
Pour placer un objet 2D mesure´ en pixels dans la sce`ne 3D de fac¸on a` ce que chaque
pixel de l’objet 2D corresponde a` un pixel de l’e´cran, il faut connaˆıtre la transforma-
tion utilise´e pour projeter un objet de la sce`ne a` l’e´cran. Une fois la transformation
connue, le placement au pixel pre`s est assure´ par un noeud contenant la transfor-
mation inverse. La transformation inverse permet de passer des coordonne´es e´cran
aux coordonne´es de la sce`ne avant projection. Il est a` noter que le syste`me de co-
ordonne´es avant projection n’est pas ce syste`me de coordonne´es global. Dans le
syste`me de coordonne´es avant projection, le centre du repe`re est donne´ par la po-
sition de la came´ra. Autrement dit, la came´ra est place´e en (0,0,0) dans ce syste`me
de coordonne´es. Le syste`me est oriente´ de telle manie`re que la came´ra “regarde”
le long des z ne´gatifs. Le choix d’un tel syste`me repose sur les simplifications qu’il
5Lorsqu’un objet est affiche´ par le syste`me graphique, la formation des pixels correspondant a` cet objet
doivent passer un test de profondeur. Ce test ve´rifie qu’il n’y a pas de´ja` eu des pixels au meˆme endroit
de l’e´cran en provenance d’un objet plus proche. Si le test n’est pas passe´ avec succe`s, les nouveaux
pixels ne sont pas affiche´s.
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apporte a` l’imple´mentation de la projection perspective6.
Tout objet 2D a` placer pre´cise´ment a` l’e´cran est de´crit en coordonne´es de l’e´cran
(en utilisant le pixel comme unite´) et est inse´re´ dans le graphe de sce`ne sous ce
noeud. La transformation totale applique´e a` l’objet le place dans la sce`ne, en face de
la came´ra, sur le plan proche et les coordonne´es (0,0) de l’e´cran se trouvent sur le
coin supe´rieur gauche de la face du volume de visualisation. Ensuite, la projection
de la sce`ne assure´e par Java 3D projette cet espace sur celui de l’e´cran. Dans le cas
pre´sent, la transformation de projection est une transformation perspective.
Le frustum utilise´ en projection perspective n’est pas ne´cessairement syme´trique
mais celui utilise´ normalement par Java 3D l’est et est simple a` reproduire. Mais
nous ne cherchons pas a` reproduire l’inte´gralite´ de la transformation de projec-
tion ; la transformation qui fait correspondre la base du frustum a` l’e´cran nous
suffit. Connaissant l’angle du champ de vision utilise´ par Java 3D7 et la distance
du plan proche, un peu de trigonome´trie permet de calculer les dimensions (hau-
teur et largeur) de la base du frustum (fig. 4.3). Ces valeurs, avec la re´solution de
l’e´cran, permettent de calculer le changement d’e´chelle entre les deux rectangles.
Pour comple´ter la transformation, il reste a` effectuer une translation le long de l’axe
des z (en direction des z ne´gatifs) d’une valeur e´gale a` la profondeur du plan proche
et une translation paralle`le a` l’e´cran de la moitie´ de ses dimensions pour centrer le
plan.
Le code complet pour re´aliser la transformation est illustre´ a` la figure 4.4. Deux
de´tails sont a` noter. Le premier est le signe moins a` la ligne -2.0 / height,. Son
effet est d’inverser l’axe y car en coordonne´es de l’e´cran, cet axe va du haut vers le
bas alors que dans le syste`me de coordonne´es 3D utilise´ par Java 3D, il croˆıt vers
le haut. Le second de´tail est l’ajout des valeurs 0.375 sur les deux axes lors de la
translation paralle`le a` l’e´cran. Ces valeurs sont choisies pour assurer le placement
au pixel pre`s. Les calculs de projections se font avec des nombres a` virgules flottantes
et sans l’ajout de cette constante, en fonction du placement de la came´ra (et donc
du plan 2D que l’on vient de placer) dans la sce`ne, un pixel du plan 2D ne serait
pas toujours “en face” du meˆme pixel de l’e´cran, causant un scintillement lors d’un
mouvement de came´ra[SWND05].
6En particulier, la matrice de transformation correspondant a` la projection perspective peut eˆtre ra-
mene´e a` une division par la valeur en z des coordonne´es a` projeter. A nouveau, on se rend compte que
plus un objet sera e´loigne´ (la valeur absolue en z est importante) plus il sera re´duit a` la projection.
7L’angle de champ de vision capture l’axe des x (la commande OpenGL gluPerspective utilise un angle
sur l’axe vertical) et est disponible a` partir de la classe View, lie´e a` la classe Canvas3D.
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FIG. 4.3 – A partir de la profondeur du plan proche et de l’angle de champ de vision,
on peut calculer la largeur et la hauteur de la base du frustum.
4.2 Prototypes de widgets de navigation
Chacun des prototypes de widgets de navigation est re´alise´ comme un menu af-
fiche´ en deux dimensions par dessus la sce`ne pouvant eˆtre place´ ou` l’utilisateur le
souhaite. Dans la premie`re partie de cette section, nous envisageons les diffe´rentes
manie`res de de´placer la came´ra. Dans la seconde partie, nous pre´sentons les
diffe´rents widgets qui permettent de piloter la came´ra.
Il y a beaucoup de possibilite´s et de choix a` faire concernant l’interaction atten-
due de l’utilisateur pour controˆler la came´ra. Lors d’une re´union pendant le stage,
nous avons pre´sente´ a` l’e´quipe des techniques d’interactions a` partir de la litte´rature
scientifique. Les choix des types des widgets ont ensuite e´te´ faits avec l’e´quipe sur
base de cette pre´sentation. D’autres choix e´taient des ide´es pre´sentes dans l’e´quipe
avant le de´but du stage. D’autres choix encore ont e´te´ faits au cours du stage.
4.2.1 Usage d’une ope´ration
Pour re´aliser un mouvement de la came´ra, il faut deux e´tapes : changer de mode
en indiquant l’ope´ration de´sire´e (une translation, une rotation, ...) et utiliser cette
ope´ration.
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canvasWidth = canvas.getWidth();
canvasHeight = canvas.getHeight();
double fov = canvas.getView().getFieldOfView();
double invAspect = canvasHeight / canvasWidth;
xmax = depth * Math.tan( fov / 2.0 );
xmin = -xmax;
ymax = xmax * invAspect;
ymin = -ymax;
width = xmax - xmin;
height = ymax - ymin;
Transform3D t0 = new Transform3D();
Transform3D t1 = new Transform3D();



















FIG. 4.4 – Code pour calculer la transformation qui passe des coordonne´es e´cran aux
coordonne´es de la plate-forme de visualisation. canvasWidth et canvasHeight sont
la largeur et la hauteur de l’´ecran. width et height sont la largeur et la hauteur de
la base du frustum. fov est le field of view : l’angle qui sous-tend horizontalement le
frustum. depth est la distance entre le point de vue et le plan proche. A la fin du code,
t2 contient la transformation voulue.
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Activation - usage - de´sactivation
Le principe le plus courant est l’activation d’un mode en cliquant sur le bouton
correspondant, son utilisation, puis sa de´sactivation en cliquant a` nouveau sur le
meˆme bouton ou en se´lectionnant un autre mode. C’est par exemple le principe
utilise´ par EsQUIsE.
Activation et usage
Un principe similaire qui ne demande pas de cliquer a` deux reprises (en supposant
que l’on de´sire revenir au mode de base apre`s l’ope´ration) consiste a` passer dans le
mode de l’ope´ration de`s la pression du stylet sur un bouton et a` revenir au mode de
base de`s que le stylet quitte la surface de travail. Pour utiliser le mode de l’ope´ration,
il faut de´placer le stylet entre ces deux e´tapes.
Activation - usage unique
Entre les deux principes pre´ce´dents, il est possible de re´aliser un compromis. L’acti-
vation du mode de l’ope´ration se fait par un click sur un bouton. Utiliser l’ope´ration
se fait avec le stylet sur la surface. Le fait de quitter la surface ensuite de´sactive le
mode.
Combinaison
Le premier principe utilise un click sur un bouton et le second principe utilise un
“glisser” sur le bouton (c’est-a`-dire presser le stylet puis de le de´placer sans le rele-
ver). Ces deux types d’e´ve`nements peuvent eˆtre distingue´s par l’application et il est
donc possible de re´aliser un widget dont les boutons offrent les deux principes.
Usage automatique
Dans les principes pre´ce´dents, la pression du stylet ou le click permettent d’activer
le mode correspondant a` l’ope´ration mais celle-ci est finalement controˆle´e par le
de´placement du stylet. Rien n’empeˆche que la pression du stylet sur un bouton fasse
mouvoir la came´ra a` une certaine vitesse jusqu’au moment ou le stylet quitte la
surface, sans ne´cessiter de mouvement du stylet.
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Cette fac¸on de proce´der est celle utilise´e dans les jeux vide´os : tant que la touche
“haut” est presse´e, le personnage marche en avant. Il s’arreˆte de`s que la touche n’est
plus enfonce´e.
Dans la description qui pre´ce`de, le mouvement du curseur n’a plus de fonction mais
on peut lui en retrouver une : le mouvement a lieu ou non suivant que le bouton
est presse´ ou non et la vitesse du mouvement est controˆle´e par la distance entre le
curseur et le bouton. Lorsque le bouton est enfonce´, le curseur est positionne´ dessus
et la vitesse est minimale. Enfin, la position du curseur peut e´galement controˆler le
mouvement, par exemple en donnant la direction d’une rotation.
4.2.2 Ope´rations
Les ope´rations sont de trois types : translation, rotation et zoom (changement
d’e´chelle). Pour de´clencher le mouvement de la came´ra, puis re´aliser le mouve-
ment proprement dit et enfin le terminer, il y a plusieurs possibilite´s. Celles-ci sont
expose´es a` la fois dans le cas de la navigation 2D et de la navigation 3D. Ensuite,
nous pre´sentons la fac¸on dont les ope´rations s’inscrivent dans Java 3D.
Translation
Par translation, nous parlons essentiellement de panning, c’est-a`-dire une translation
qui se fait paralle`lement a` l’e´cran (ou au plan proche si l’on pre´fe`re). Le panning
est donc une ope´ration a` deux degre´s de liberte´s et il peut eˆtre re´alise´ en faisant
correspondre les deux dimensions du pe´riphe´rique de pointage aux deux dimensions
de la translation de la came´ra. Le curseur peut se de´placer dans le sens de la came´ra
ou dans le sens contraire (suivant la me´taphore scene-in-hand ou eyeball-in-hand).
Le mouvement de came´ra peut de´pendre ou non du facteur de zoom courant. S’il
de´pend du facteur de zoom, un cas particulier se pre´sente ou` le curseur est fixe par
rapport a` la sce`ne pendant le de´placement (a` condition que le curseur se de´place
dans le sens contraire de la came´ra).
En 3D, le panning est similaire au cas 2D sauf si une projection perspective est
employe´e. Comme celle-ci modifie la taille d’un objet en fonction de sa distance par
rapport au point de vue, il n’est pas possible de parler d’un curseur fixe par rapport
a` la sce`ne. Par contre, il peut eˆtre fixe par rapport a` un point le long du rayon de
picking (par de´finition, tous les points le long de ce rayon sont projete´s au meˆme
endroit a` l’e´cran).
Garder un point fixe sous le curseur est e´galement possible si la translation n’est pas
paralle`le a` l’e´cran. Par exemple, la translation peut eˆtre effectue´e paralle`lement a`
un plan horizontal.
CHAPITRE 4. IMPLE´MENTATION DES WIDGETS 52
Zoom
Le zoom ne posse`de qu’un degre´ de liberte´. On peut alors faire correspondre ce
parame`tre au pe´riphe´rique de pointage de diffe´rentes manie`res. Zoomer peut se
faire en de´plac¸ant le stylet horizontalement et/ou verticalement. Il est e´galement
possible d’utiliser une technique comme Curve Dial.
A la section 2.1.1, l’effet de la position de re´fe´rence est montre´ pour un zoom en
2D. En 3D, le zoom est ge´ne´ralement un de´placement sur l’axe z. A la place, on peut
tenir compte de l’emplacement du curseur et faire de´placer la came´ra le long du
rayon de picking.
Rotation
La rotation 2D est similaire au zoom dans le fait qu’elle ne posse`de qu’un seul
degre´ de liberte´. Les possibilite´s de correspondance entre mouvements de came´ra
et mouvements du stylet sont e´galement similaires mais il y a une correspondance
supple´mentaire : e´tant donne´ le centre de rotation, il est possible de de´terminer
l’angle de rotation par rapport a` l’angle forme´ par le mouvement du curseur entre
son point initial et son point courant. Le curseur n’est pas situe´ en permanence sur
le meˆme point de la sce`ne mais sur une meˆme ligne tout au long de l’ope´ration.
La rotation dans une sce`ne 3D posse`de trois degre´s de liberte´, un pour chaque axe.
C’est e´galement le cas pour la translation mais celle-ci en traite deux avec le panning
et le troisie`me avec le zoom. Mais seuls deux axes nous inte´ressent. En effet, la
rotation autour de l’axe des z donne l’impression de pencher la teˆte sur le coˆte´ et
ce point de vue n’est pas fort utile pour visualiser des baˆtiments. De cette manie`re,
la correspondance entre le mouvement de la came´ra et le pe´riphe´rique de pointage
est semblable au cas du panning.
La diffe´rence entre les me´taphores scene-in-hand et eyeball-in-hand de´pend du sens
du mouvement de la came´ra par rapport a` celui du curseur. Pour la rotation en
trois dimensions, la diffe´rence tient a` la position du centre de rotation. S’il co¨ıncide
avec la position de la came´ra, tourner celle-ci donne l’impression de tourner la teˆte.
Autrement, cela nous fait orbiter autour de la sce`ne.
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Navigation et Java 3D
Les ope´rations les plus simples a` imple´menter sont les translations de la came´ra
dans un plan paralle`le a` l’e´cran et la translation le long d’un axe perpendiculaire a`
l’e´cran (les axes locaux de la came´ra). Le noeud de transformation (instance de la
classe TransformGroup) du graphe de sce`ne sous lequel se trouve la came´ra posi-
tionne celle-ci dans la sce`ne. Il suffit de composer la transformation contenue dans
ce noeud avec une transformation repre´sentant une translation sur l’axe des X, Y
ou Z, pour re´aliser une translation de la came´ra sur ces axes. Java 3D permet de
cre´er une transformation de translation a` partir d’un vecteur (indiquant a` la fois la
direction et l’amplitude du mouvement). Ge´ne´raliser la translation de la came´ra a`
d’autres directions ne pose donc aucun proble`me.
Pour spe´cifier comple`tement le mouvement, il est ne´cessaire de connaˆıtre, en plus de
la direction, son amplitude. Plusieurs possibilite´s s’offrent a` nous pour de´terminer
l’amplitude. Pour rendre la manipulation la plus intuitive possible, il est pratique de
faire correspondre le mouvement de telle manie`re qu’un point de la sce`ne reste sous
le curseur pendant toute la manipulation. Cela donne l’impression a` l’utilisateur de
pouvoir de´placer la sce`ne relativement a` la came´ra en “l’e´pinglant” avec le curseur.
Un cas particulier de translation de la came´ra est celui qui se fait paralle`lement a`
un plan horizontal (que l’on peut conside´rer comme le sol ou comme un plan de
re´fe´rence sur lequel la sce`ne est construite). A condition que la ligne de vision ne
soit pas proche d’une paralle`le avec ce plan, le plan peut servir de repe`re pour une
manipulation directe. Le principe de la translation par manipulation directe d’un
plan semble approprie´ lorsque la signification du plan est bien perc¸u par l’utilisateur.
Ce type de translation permet de se de´placer, sans changement d’orientation de la
came´ra, intuitivement et rapidement sur de grands espaces.
Calculer l’amplitude du mouvement revient a` calculer, a` un facteur pre`s, la distance
entre la position du curseur au de´but de l’ope´ration et sa position au moment cou-
rant.
Les ope´rations de rotation sont re´alise´es en multipliant plusieurs transformations.
Chacune de ces transformations re´alise une des e´tapes de´crites a` la section 2.1.1.
4.3 Changements de mode
Le proble`me du changement efficace de mode d’ope´ration de navigation a e´te´ tra-
vaille´ dans le cas d’une sce`ne en deux dimensions. Le cas de la sce`ne a` trois di-
mensions sert a` explorer quelles sont les ope´rations de navigation les plus simples
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a` utiliser. Les deux aspects ont e´te´ se´pare´s pour ne pas accroˆıtre les combinaisons
ope´rations/changement de mode. Une bonne solution de changement de mode dans
le cas 2D devra eˆtre le´ge`rement modifie´e pour tenir compte des degre´s de liberte´
supple´mentaires dans le cas 3D.
Les solutions explore´es pour invoquer les ope´rations sont toutes a` base d’un menu
flottant par dessus la sce`ne. La position du menu donne un point de re´fe´rence pour
la rotation et la mise a` l’e´chelle simple a` appre´hender (notion d’affordability en
anglais) et a` de´placer (en de´plac¸ant le menu). Nous avons choisi d’utiliser un menu
principalement pour cette raison et parce que l’ope´ration de base est le dessin. De ce
fait, l’utilisation de la reconnaissance de geste est plus difficile car il faut discriminer
entre la volonte´ de changer d’ope´ration et celle de dessiner. Les types principaux des
widgets de´veloppe´s sont illustre´s a` la figure 4.5.
FIG. 4.5 – Le widget en haut a` gauche fournit trois boutons, un pour chaque mode.
Le bouton du bas sert a` de´placer le widget et correspond au point de re´fe´rence pour
la rotation et la mise a` l’´echelle. Le plus petit bouton permet de re´initialiser la vue.
Le widget en haut a` droite est le plus proche du marking menu. Lorsqu’il n’est pas
utilise´, seul le cercle central est visible. Une fois appele´, il se positionne a` l’emplacement
du curseur. Un trait dans une des trois directions se´lectionne une ope´ration et le widget
disparaˆıt. L’emplacement de l’appel de´finit le point de re´fe´rence. Le widget du bas utilise
le principe des croisements sans pression du stylet.
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La pre´sence du menu permet de se´parer l’utilisation du mode courant (par exemple
le dessin ou la translation) et le passage a` un autre mode. Comme le mode de dessin
est le mode principal, il e´tait pre´vu initialement que les autres modes soient transi-
toires. Cela signifie qu’apre`s avoir e´te´ invoque´s et utilise´s, le mode dessin redevient
le mode courant. Toujours initialement, le changement de mode et l’utilisation d’un
mode e´taient regroupe´s : plutoˆt que de cliquer sur un bouton correspondant au
mode translation puis de faire un presser-de´placer pour effectuer la translation et
enfin revenir au mode dessin au relaˆchement, le mode est entre´ au moment de la
pression du bouton, utilise´ pendant le glissement et quitte´ au moment de relaˆcher
le bouton (voir “Activation et usage” dans la section 4.2.1).
Une autre raison avantageuse d’utiliser un menu flottant est qu’un tel menu est
manipule´ comme un objet place´ sur la sce`ne bien que le contexte actuel est celui
de la navigation et pas la manipulation ou l’e´dition d’objets. Ne´anmoins, dans le cas
de la navigation par manipulation directe de la sce`ne, les deux types d’interactions
sont semblables et l’utilisateur ne doit se familiariser qu’avec un seul concept.
4.3.1 Boutons
Le premier prototype re´alise´ utilise des boutons suivant les principes de´crits plus
haut. Ensuite, les autres variations de la section 4.2.1 ont e´te´ faites.
4.3.2 Barres a` croiser
Dans ces prototypes, le principe est de remplacer les trois boutons du menu flot-
tant de base et de proposer a` la place trois traits horizontaux place´s coˆte-a`-coˆte.
Pour utiliser ce widget, il suffit de faire passer le curseur a` travers l’un des traits
sans pression sur la surface de travail. Pour que cela soit possible, il faut que le
pe´riphe´rique de pointage puisse localiser le stylet sans qu’il y ait contact entre sa
pointe et la surface tactile. Techniquement, du point de vue de la bibliothe`que AWT,
cela revient a` bouger la souris sans pression sur l’un de ses boutons. Les variations
consistent a` permettre l’activation des modes lorsque le curseur se pre´sente unique-
ment par un coˆte´ pre´cis de la barre ou lorsqu’il effectue plusieurs croisements en
succession rapide.
Le point qui marque le de´but de l’utilisation d’une ope´ration (la` ou` le stylet com-
mence a` toucher la surface) de´finit le centre de re´fe´rence pour les ope´rations de
rotation et de mise a` l’e´chelle.
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4.3.3 Directions
Le principe des marking menus est utilise´ pour un prototype qui est compose´ d’un
seul bouton. Une marque de´marrant dans ce bouton se´lectionne une ope´ration sui-
vant sa direction et son sens. Sur les quatre points cardinaux, seuls trois sont utilise´s.
4.3.4 Variations et appel du widget
Les prototypes a` base de boutons utilisent les diffe´rents principes de la section 4.2.1.
Il est bien entendu possible de combiner certains de ces principes avec les autres
types de prototypes.
En plus des modes correspondants aux ope´rations de navigation, nous avons
imple´mente´ un me´canisme simple permettant de faire venir le widget a` l’endroit
souhaite´ sur le Bureau Virtuel sans manipuler directement le widget. Ce me´canisme
consiste a` presser la pointe du stylet sans le de´placer pendant un court laps de temps
(300 millisecondes). Si le stylet n’a pas e´te´ bouge´ au bout de ce laps de temps,
le widget change de position et apparaˆıt a` l’endroit du curseur. Il faut de´terminer
expe´rimentalement le meilleur compromis pour la dure´e du laps de temps. S’il est
trop long, le widget manque de re´activite´ tandis que s’il est trop court, l’utilisateur
risque de faire venir le widget alors qu’il souhaitait dessiner.
Enfin, un widget re´unissant l’appel apre`s un court de´lai, le changement de mode par
un trait qui de´marre dans une zone unique et le principe d’Activation et usage. Le
widget n’est pas visible en temps normal. Il le devient lorsque l’utilisateur presse le
stylet et attend un court instant. Une fois qu’il est visible, l’utilisateur, sans relever le
stylet, forme un trait. La direction de ce dernier de´termine le mode qui est entre´ et
le widget disparaˆıt. Toujours sans le relever, l’utilisateur de´place le stylet pour faire
usage de l’ope´ration. Le fait de relever le stylet quitte le mode de l’ope´ration. Alors
que les autres widgets posse`dent un point de re´fe´rence pour la rotation et le zoom
(de´termine´ par picking dans le cas 3D), ce widget de´termine le point de re´fe´rence
par l’emplacement du curseur lorsqu’il est presse´ sur la surface.
Cette manie`re de de´terminer le point de re´fe´rence, par le lieu de de´part d’utilisation
d’une ope´ration, cre´e une nouvelle se´rie de variantes des widgets pre´ce´dents.
Chapitre 5
Evaluation
Dans le chapitre pre´ce´dent, nous avons expose´ une se´rie de types et de variations
de widgets destine´s a` permettre a` l’utilisateur de positionner un point de vue dans
une sce`ne, qu’elle soit en deux ou en trois dimensions. Pendant l’imple´mentation
des widgets, nous avons eu l’occasion de faire tester certains de ceux-ci par des
membres de l’e´quipe du Lucid Group. Un widget a e´galement pu eˆtre utilise´ par des
e´tudiants en architecture utilisant le logiciel SketSha sur le Bureau Virtuel.
Nous n’avons pas proce´de´ a` une e´valuation plus syste´matique et formelle des
diffe´rentes variantes par manque de temps mais nous avons apporte´ des modifi-
cations a` SketSha dans le but de re´aliser une telle e´valuation.
5.1 Ope´ration a` usage unique
Le principe d’usage unique d’une ope´ration (de`s que le stylet quitte la surface, l’ap-
plication retourne au mode de base) e´vite a` l’utilisateur de se´lectionner explicite-
ment l’ope´ration de base, celle qui est employe´e en temps normal.
Lorsque l’usage unique est en plus couple´ a` l’activation du mode de l’ope´ration (l’uti-
lisateur presse le bouton lie´ a` l’ope´ration et le mouvement qui suit, sans relever le
stylet, re´alise l’ope´ration se´lectionne´e), il est possible de cre´er une situation poten-
tiellement geˆnante. Cette situation survient lorsque le widget est positionne´ pre`s
du bord du Bureau Virtuel et que le mouvement de stylet ne´cessaire a` l’usage de
l’ope´ration va en direction de ce meˆme bord. Puisque le stylet de´marre pre`s du bord,
il touchera le bord rapidement et le mouvement du stylet est donc particulie`rement
limite´. De ce fait, l’utilisateur devra a` de multiples reprises activer, en positionnant
le stylet dans la partie approprie´e du widget, et utiliser l’ope´ration.
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Nous ne savons pas encore si cette situation se pre´sente re´gulie`rement et si elle est
ve´ritablement geˆnante pour l’utilisateur.
5.2 Barres a` croiser
Le widget est compose´ de segments de droites a` la place de boutons. Croiser une
barre avec le curseur, sans pression sur le Bureau Virtuel, active le mode correspon-
dant. A l’utilisation au Bureau Virtuel, les personnes qui l’ont essaye´ l’ont d’abord
trouve´ de´sagre´able mais apre`s quelques minutes, l’impression laisse´e e´tait beau-
coup plus positive. Ceci est vrai a` condition d’eˆtre assis au bureau car faire survoler
le stylet assez pre`s de la surface est un mouvement assez naturel dans ce cas. En
position debout, maintenir le stylet suffisamment proche de la surface sans l’y ap-
puyer demande un effort de la part de l’utilisateur. Cet effort ne correspond pas a` la
vise´e initiale d’utilisation “sans y penser” du bureau. En effet, il n’est pas anormal
d’utiliser le Bureau Virtuel sans s’asseoir au pre´alable.
Lorsque l’utilisateur est assis a` la table, le mouvement suffisamment naturel et l’ab-
sence de clicks le rend plus fluide par rapport a` un menu ou` il est ne´cessaire de
cliquer. Pour cette raison, nous avions pense´ a` une version sans mode (ou transi-
toire) ou` le menu disparaˆıtrait pendant l’utilisation de l’ope´ration de navigation puis
re´apparaˆıtrait a` la fin de l’ope´ration. Dans cette version, pour e´viter les aller-retour
entre le lieu d’utilisation de l’ope´ration et l’emplacement du menu, mais e´galement
pour exploiter la fluidite´ du geste ne´cessaire a` son activation, le menu aurait pu
re´apparaˆıtre dans le voisinage du lieu de relaˆchement de l’ope´ration (endroit ou` le
stylet quitte la surface) pour pouvoir rapidement activer une autre ope´ration (peut-
eˆtre la meˆme que celle qui vient juste d’eˆtre utilise´e si plusieurs mouvements sont
ne´cessaires).
Lors de l’essai de cette variante du menu a` barres par les personnes du laboratoire,
nous avons observe´ que la disparition puis la re´apparition du menu a` un emplace-
ment diffe´rent e´tait fort de´concertante et ne permettait pas du tout le mouvement
fluide et le passage rapide a` une autre ope´ration comme escompte´.
5.3 Appel du widget
Un des prototypes de widgets a e´te´ inte´gre´ au logiciel de dessin collaboratif Sket-
Sha. Avec SketSha, plusieurs personnes utilisant des ordinateurs diffe´rents peuvent
partager un meˆme document. Le point de vue est identique pour chacun des partici-
pants. Les ope´rations de dessin ou de navigation peuvent eˆtre re´alise´es par n’importe
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quel utilisateur et les autres verront le changement imme´diatement.
Lors d’un travail pratique, des e´tudiants en architecture ont utilise´ SketSha pour
e´laborer un projet architectural. Les e´tudiants devaient travailler en quatre groupes.
Chaque groupe est constitue´ d’e´tudiants belges et d’e´tudiants franc¸ais. Les e´tudiants
belges faisaient usage du Bureau Virtuel installe´ au laboratoire du Lucid Group et les
e´tudiants franc¸ais utilisaient un second Bureau Virtuel installe´ en France, a` l’Ecole
Supe´rieure d’Architecture de Nancy. Ce travail a dure´ trois mois. Pendant les deux
premiers mois, la navigation fonctionnait suivant le principe d’un menu fixe et le
point de re´fe´rence pour le zoom et la rotation n’e´tait pas manipulables. Le dernier
mois, un des prototypes de widgets a e´te´ utilise´ a` la place du menu fixe. La posi-
tion du widget de´finissait le point de re´fe´rence. Les ope´rations e´taient active´es et
de´sactive´es par trois boutons. Un petit bouton supple´mentaire permettait de rame-
ner la came´ra a` sa position de de´part, au centre de la sce`ne, aligne´e sur les axes
principaux et avec le facteur de zoom ramene´ a` un. Il e´tait e´galement permis d’ap-
peler le widget en appuyant le stylet et en attendant un court instant sans bouger.
Lors de cette expe´rience, nous avons constate´ que ces possibilite´s e´taient utilise´es
et appre´cie´es des e´tudiants. Nous avons aussi pu remarquer que le temps ne´cessaire
pour re´aliser l’appel du widget (300 millisecondes) e´tait trop court. Il est arrive´ en
effet qu’en commenc¸ant un trait sur le papier virtuel, le widget soit appele´ alors que
l’utilisateur souhaitait simplement dessiner.
5.4 Modifications de SketSha
En vue de l’e´valuation des diffe´rents widgets de´veloppe´s, une version modifie´e de
SketSha a e´te´ cre´e´e. Le but poursuivi est de pouvoir soumettre a` des utilisateurs
une sce`ne contenant quelques figures et de leur demander de de´placer la came´ra
afin d’atteindre un point de vue pre´de´termine´. Celui-ci est affiche´, fixe, par dessus le
reste de la sce`ne. Il faut donc que les traits des figures de la sce`ne et ceux des figures
fixes correspondent. Les modifications apporte´es enregistrent les mouvements et les
contacts avec la surface du stylet. Les enregistrements ainsi obtenus pour chaque
utilisateur auraient permis de connaˆıtre les de´tails d’utilisation du widget : le temps
ne´cessaire a` atteindre l’objectif, les ope´rations utilise´es (y compris plusieurs fois la
meˆme de suite) ou les distances parcourues (en pixels). Ces donne´es auraient pu




La re´alisation des diffe´rents mode`les de widgets pour la navigation dans une sce`ne
2D et dans une sce`ne 3D des chapitres pre´ce´dents a e´te´ rendu plus complique´e que
ne´cessaire par l’inte´gration continue des widgets dans une application en cours de
de´veloppement dans le laboratoire de recherche. Dans ce chapitre, une bibliothe`que,
appele´e AEDF, est de´veloppe´e pour le langage de programmation Scheme. Cette
bibliothe`que s’utilise pratiquement comme un langage de programmation a` part
entie`re et permet d’e´crire de fac¸on succincte des programmes graphiques interactifs.
En particulier, il est montre´ qu’il est possible d’e´crire avec cette bibliothe`que une
application tre`s simple de dessin pouvant servir de support a` l’e´valuation de widgets
de navigation, e´galement e´crits avec cette bibliothe`que. Le programme final exprime
de manie`re concise le fonctionnement de l’application.
L’inte´reˆt premier de cette bibliothe`que, et e´ventuellement d’un langage base´ dessus,
est la possibilite´ pour le programmeur d’exprimer facilement un programme interac-
tif. Le programme peut eˆtre garde´ en l’e´tat ou re´e´crit s’il s’ave`re que la bibliothe`que
ne posse`de pas les performances requises par l’application. Ne´anmoins, nous pen-
sons qu’en compilant le programme sous une forme plus compacte, le proble`me des
performances ne devrait pas subsister.
AEDF est un moteur d’e´valuation dataflow. Il est un proche cousin de FrTime[CK06],
une extension pour DrScheme[FCF+02] elle-meˆme inspire´e de la programmation
fonctionnelle re´active (FRP)[HCNP03]. Le principe de l’e´valuation dataflow est bien
connu : c’est celui employe´ dans les logiciels de feuilles de calcul (spreadsheets en
anglais). Le logiciel ge`re un ensemble de variables. Lorsque l’une des variables voit
sa valeur changer, toutes les variables qui en de´pendaient sont recalcule´es automa-
tiquement.
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Le but principal de FrTime est de garder les symboles existants de Scheme pour
pouvoir graduellement modifier un programme e´crit en Scheme en un programme
interactif. Tout programme Scheme est un programme FrTime e´quivalent. Pour cela,
les proce´dures existantes sont modifie´es pour accepter aussi bien les valeurs Scheme
traditionnelles que les valeurs manipule´es par FrTime. Ce choix permet effective-
ment de garder la “syntaxe” des programmes Scheme existants au prix d’une perte
de performance.
Un programme e´crit avec AEDF est re´actif. L’exe´cution du programme de´pend des
e´ve`nements rec¸us en entre´e. Typiquement, ces e´ve`nements proviennent de la frappe
au clavier ou de l’utilisation de la souris. Non seulement l’e´volution du programme
de´pend des entre´es, mais il peut e´galement de´pendre de l’e´coulement du temps, par
exemple pour animer des objets a` l’e´cran ou faire la diffe´rence entre deux simples
clicks conse´cutifs et un double-click.
Fondamentalement, un programme AEDF manipule des objets appele´s signaux. Les
signaux sont des valeurs qui e´voluent avec le temps. La bibliothe`que fournit toute
une se´rie de signaux dits de base. Ces signaux de base repre´sentent principalement
le temps ainsi que les e´ve`nements utilisateurs comme la frappe au clavier ou les
mouvements de la souris. Par exemple, un des signaux de base repre´sente le temps
e´coule´ depuis le lancement du programme. En plus de ces signaux, AEDF fournit
des ope´rateurs que l’on peut appliquer a` des signaux pour en construire de nou-
veaux. Ecrire un programme AEDF revient a` former des expressions en utilisant les
signaux de base et les ope´rateurs pour de´finir d’autres signaux. Parmi les signaux
que le programmeur peut former, se trouvent des signaux de sortie permettant d’ob-
server l’e´volution du programme. Les signaux de sorties que l’on peut construire
comprennent des objets graphiques tels des rectangles ou des labels (un label est un
texte entoure´ d’un bord rectangulaire). Tout au long de l’exe´cution d’un programme
AEDF, la bibliothe`que garantit de maintenir les relations de´finies entre signaux par
le programmeur.
6.1 Exemple de programme
Pour mieux percevoir comment on peut e´crire une application interactive avec AEDF
et pour avoir une impression ge´ne´rale de la bibliothe`que, nous pre´sentons un court
exemple (fig. 6.1) avant de de´crire son fonctionnement et son imple´mentation en
de´tail. Deux captures d’e´cran sont montre´es dans la figure 6.2.
Dans cet exemple, nous affichons a` l’e´cran un label. Ce label est positionne´ au meˆme
emplacement que le curseur de la souris. Le texte du label affiche les coordonne´es
de ce meˆme curseur.
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(use aedf)
(label
’text (s-string "~s,~s" mouse-x mouse-y)
’position mouse-position)
(aedf:run)
FIG. 6.1 – Exemple de programme AEDF. Un label est positionne´ au meˆme emplacement
que le curseur.
FIG. 6.2 – Cette figure pre´sente deux captures d’´ecran de l’exe´cution du programme
de la figure 6.1. Le label est place´ au meˆme endroit que le curseur et en affiche les
coordonne´es.
La premie`re ligne permet d’importer la bibliothe`que AEDF rendant les construc-
tions qu’elle de´finit disponibles pour e´crire un programme AEDF. Les trois lignes
qui suivent forment le programme AEDF proprement dit. La dernie`re ligne de´marre
l’exe´cution du programme.
Le programme fait usage des ope´rateurs label et s-string et des signaux de base
mouse-x et mouse-y.
La proce´dure label cre´e un nouveau signal de type ‘label’. Un label est forme´ d’at-
tributs construits a` partir d’autres signaux donne´s en arguments. Les arguments
ne sont pas donne´s en fonction de leur position mais nomme´ment, en les faisant
pre´ce´der d’un symbole identifiant leur roˆle. AEDF permet de spe´cifier uniquement
les attributs qui nous importent, laissant aux autres leur valeur par de´faut. Ici, nous
spe´cifions la position (du coin supe´rieur gauche) du label ainsi que son texte. La
position du label est mouse-position. mouse-position est un signal fourni par
la bibliothe`que qui vaut en permanence la position du curseur de la souris. Nous
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e´crivons donc que la position du label est en permanence la position du curseur.
Cela est suffisant pour qu’a` l’exe´cution, peu importe ou` se trouve le curseur, le label
se trouve a` la meˆme position que lui. Le signal mouse-position est en fait une paire
de deux signaux de base : la position selon l’abscisse et la position selon l’ordonne´e
du curseur. Ces deux signaux sont mouse-x et mouse-y. Dans l’exemple, ils sont
aussi utilise´s pour e´crire le signal qui constitue le texte du label graˆce a` la proce´dure
s-string. Cette proce´dure prend au moins un argument : une chaˆıne de caracte`re.
Cette chaˆıne de caracte`re peut indiquer qu’il y a d’autres arguments a` afficher avec
le caracte`re ‘~’. Le caracte`re qui suit le tilde permet d’indiquer la fac¸on dont l’argu-
ment est affiche´. ~s permet d’afficher une valeur Scheme de manie`re lisible pour un
eˆtre humain.
L’e´volution d’un programme AEDF se fait par e´tapes. A chaque e´tape, le programme
passe d’un e´tat a` un autre. Le nouvel e´tat re´sulte du traitement d’un e´ve`nement
d’entre´e et de´pend de l’e´tat courant. Pour que l’e´volution soit visible, il faut que
le programme posse`de des sorties. La sortie la plus courante est une animation
a` l’e´cran forme´e par l’affichage d’image en succession rapide. Autrement dit, les
images affiche´es peuvent eˆtre conside´re´es comme e´tant un signal particulier qui
de´pend de tous les signaux repre´sentant des objets graphiques tels les rectangles
et les labels. Une autre sortie est la console. Elle contient une suite croissante de
caracte`res. D’autres sorties sont envisageables comme des sons ou des messages
envoye´s sur le re´seau.
6.2 Signaux
Dans un langage impe´ratif, l’abstraction fondamentale du langage est la fonction
(ou la proce´dure) et dans un langage oriente´-objet, l’abstraction mise en avant par
le langage est la classe. Dans le mode`le dataflow adopte´ ici, la brique de base est le
signal. Un signal est une valeur qui e´volue avec le temps. Un programme dataflow
est une collection de signaux organise´s selon un graphe dirige´. A cause de cette or-
ganisation, les signaux sont aussi appele´s noeuds lorsque l’on re´fe`re a` leur roˆle dans
le graphe. Les arcs entre noeuds repre´sentent des de´pendances. Un arc de´marre de-
puis un noeud parent et arrive a` un noeud enfant et l’on dit que la valeur de l’enfant
a` un moment donne´ de´pend des valeurs de ses parents a` ce meˆme moment.
Les cycles dans le graphe ont une signification particulie`re et le graphe peut eˆtre
conside´re´ comme acyclique. De ce fait, il existe trois sortes de noeuds suivant la
position prise dans le graphe. Le noeud de base ne posse`de pas de parents (aucun
arc ne se termine a` ce noeud). Le noeud feuille ne posse`de pas d’enfants (aucun
arc ne de´marre de ce noeud). Enfin, le noeud inte´rieur est le noeud qui n’est ni un
noeud de base, ni une feuille (un ou plusieurs arc(s) arrive(nt) a` ce noeud et un ou
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plusieurs arc(s) le quitte(nt)).
Le graphe correspond a` des ope´rations sur des signaux. Par exemple, l’addition de
deux signaux b et c correspond a` un troisie`me signal. Un tel graphe est similaire aux
arbres syntaxiques abstraits rencontre´s en compilation de langage de programma-
tion. Visuellement, le graphe est repre´sente´ a` l’envers : les deux noeuds dont de´pend




b et c sont les noms porte´s par les noeuds dont de´pend le noeud +. Le noeud + est
un noeud feuille : aucun autre noeud ne de´pend de lui. Si l’on de´sire montrer dans





En Scheme, l’addition du nombre b et du nombre c est e´crite (+ b c). Toute ex-
pression commence par une parenthe`se ouvrante et termine par une parenthe`se fer-
mante. Le premier symbole (ou de manie`re ge´ne´rale, la premie`re sous-expression)
d’une expression doit eˆtre une proce´dure, comme +, ou une forme spe´ciale, comme
define ou if. De fac¸on similaire, le graphe ci-dessus est e´crit avec la bibliothe`que
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dataflow (s+ b c). Pour nommer le signal re´sultant, la proce´dure node 1 est uti-
lise´e : (node a (s+ b c)). Cette expression peut eˆtre vue conceptuellement par le
programmeur Scheme comme l’e´quivalent de (define a (+ b c)).
Nommer un signal permet de l’utiliser dans plusieurs sous-expressions diffe´rentes.
Contrairement a` la forme spe´ciale define, la macro node n’introduit pas une nou-
velle porte´e lexicale. Il est donc possible de nommer un signal a` l’inte´rieur d’une
expression et de l’utiliser dans une autre expression. Effectivement, chaque symbole
introduit par node est disponible globalement. Dans l’e´tat actuel de la bibliothe`que,
aucun syste`me de module n’a e´te´ introduit.








6.2.1 Exe´cution d’un programme dataflow
L’e´volution d’un programme dataflow repose sur la notion de coupe (ou slice en
anglais). Dans AEDF, le temps s’e´coule de manie`re discre`te. Chaque point dans le
temps donne lieu a` une ou plusieurs coupes. L’e´tat observable du programme, c’est-
a`-dire les valeurs prises par l’ensemble des signaux qui le de´finissent, est fige´ a`
chaque coupe. En particulier, les coupes pour effectuer le rendu capturent graphi-
quement l’e´tat du programme a` ce moment. Ces coupes correspondent aux signaux
1node est en fait imple´mente´e comme une macro.
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de sorties et peuvent exploiter les signaux dont ils de´pendent. Il y a e´galement des
coupes qui correspondent aux signaux de base.
Les valeurs prises par les signaux sont calcule´es suivant les ope´rations utilise´es
pour cre´er le graphe. A chaque coupe d’entre´e, certains des signaux au sommet
du graphe rec¸oivent une nouvelle valeur et le reste du graphe est mis a` jour. Les
valeurs re´sultantes forment l’e´tat du programme pour la coupe.
6.2.2 Boucles et de´lais
Dans la section sur les signaux, il a e´te´ vu qu’il est possible de nommer un signal pour
pouvoir l’utiliser dans une expression avec la macro node. Une utilisation courante
de cette possibilite´ est la de´finition d’un signal en fonction de lui-meˆme. Ne´anmoins,
une expression comme (node a (s+ a b)) n’a pas de sens dans le mode`le dataflow
adopte´ par AEDF puisqu’il ne s’agit pas d’une affectation mais bien d’un invariant
qui doit reste´ ve´rifie´ a` tout moment de l’exe´cution du programme. De ce fait, la
seule expression re´cursive qui pourrait eˆtre ve´rifie´e est (node a a).
Dans un langage synchrone, comme Esterel[Ber00] par exemple, cette limitation
existe e´galement et est appele´e boucle instantane´e. Mais cette limitation est re´duite
en permettant a` un signal de de´pendre d’une valeur passe´e de lui-meˆme, c’est-a`-dire
en cre´ant une boucle e´tale´e dans le temps. Ce principe est repris ici via l’ope´rateur
s-delay. A chaque coupe, un noeud (s-delay a) a pour valeur celle prise par le
noeud a a` la coupe pre´ce´dente. Bien entendu, il est possible d’utiliser l’ope´rateur
s-delay sur un signal re´sultant lui-meˆme de l’application de ce meˆme ope´rateur.
Ainsi, on peut construire un signal posse´dant la valeur d’un noeud plusieurs coupes
auparavant de la coupe courante.
L’interdiction d’avoir des boucles instantane´es dans le graphe est la raison pour
laquelle il est dit plus haut que le graphe est acyclique. Les cycles ne font pas
ve´ritablement intervenir deux fois le meˆme signal : le noeud (s-delay a) ne de´pend
pas de la valeur de a au moment pre´sent. Il peut eˆtre vu comme un signal de base
(qui ne posse`de pas de parents) mais ne´anmoins associe´ au signal a. De manie`re
ge´ne´rale, tout signal posse`de un tel noeud associe´.
Ceci dit, quelle valeur prend un noeud signal a` la premie`re coupe du programme ?
Ou plus ge´ne´ralement, quelle valeur donner au passe´ d’un signal (puisqu’il est pos-
sible d’empiler les applications de l’ope´rateur s-delay pour remonter dans le passe´
de plusieurs coupes) ? La re´ponse est de conside´rer les signaux comme constants
jusqu’au de´marrage du programme. Si le signal est constant, on sait que sa valeur
dans le passe´ est la meˆme qu’au moment pre´sent. De cette manie`re, la valeur d’un
signal de´lai est la meˆme que le signal auquel il est associe´. Dans le cas ou` un si-
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gnal de´pend de son passe´, la valeur initiale doit eˆtre donne´e explicitement avec la
proce´dure initial-value.
6.2.3 Eve`nements et comportements
Un signal est une valeur qui e´volue avec le temps. Ou plutoˆt, dans le mode`le discret
d’AEDF, un signal posse`de une valeur qui e´volue a` chaque coupe. En plus de cette
valeur, un signal est caracte´rise´ par son absence ou sa pre´sence pendant une coupe.
La notion de pre´sence (et d’absence) permet de mode´liser dans un programme AEDF
a` la fois des signaux repre´sentant des e´ve`nements discrets et des signaux concep-
tuellement continus, c’est-a`-dire de´finis a` tous points dans le temps.
Traditionnellement, ces deux formes de signaux rec¸oivent en programmation fonc-
tionnelle re´active les noms d’e´ve`nements et de comportements. Un comportement
est un signal qui est pre´sent en permanence, c’est-a`-dire a` chaque coupe. Par exemple,
le signal repre´sentant le temps e´coule´ est un comportement. Un e´ve`nement (ce
terme ne recouvre pas la meˆme chose que les e´ve`nements d’entre´e comme les mou-
vements de la souris) est un signal qui n’est pre´sent que lorsque l’e´ve`nement qu’il
repre´sente a effectivement lieu. Par exemple, l’e´ve`nement touche-enfonce´e n’est
pre´sent que dans la coupe associe´e au traitement de l’enfoncement d’une touche
(et il sera absent notamment a` la coupe de traitement du changement de position
de la souris). Notez bien qu’un e´ve`nement est un signal. Chaque fois que le signal
est pre´sent, on dit qu’il y a une occurrence de l’e´ve`nement.
Dans AEDF, cette distinction, bien qu’utile pour s’exprimer, n’est que conceptuelle.
Meˆme si la bibliothe`que e´tait imple´mente´e dans un langage fortement type´, les deux
sortes de signaux recevraient le meˆme type. Aussi, il n’y a pas de lien particulier
entre e´ve`nements et effets de bord. On peut d’ailleurs de´finir un comportement
comme un e´ve`nement posse´dant une occurrence a` chaque coupe ou, dans le sens
contraire, de´finir un e´ve`nemement comme un comportement dont le domaine des
valeurs qu’il peut prendre est augmente´ de la valeur ’undefined ou d’un autre
symbole particulier.
Conside´rons a` nouveau l’expression de la section pre´ce´dente : (node a (s+ b c)).
Elle de´note un signal, nomme´ a, qui est de´fini comme posse´dant pour valeur la
somme des valeurs des signaux b et c. Cette de´finition est maintenue tout au long
de l’exe´cution du programme. Peu importent les valeurs que prennent b et c a` un
moment donne´, a vaudra toujours la somme de b et c. Si a` un moment t1, b et c
valent respectivement 2 et 3, alors a vaudra 5 au moment t1. Si au moment t2, b et
c valent 12 et 74, alors a vaudra 86 au moment t2.
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6.3 Boucle principale
Exe´cuter un programme AEDF se fait en appelant la proce´dure aedf:run. Apre`s
un temps d’initialisation, aedf:run entre dans une boucle et n’en sort que lorsque
l’utilisateur de´cide de terminer le programme (ge´ne´ralement en appuyant sur la
touche Echap). Cette boucle est caracte´ristique des programmes interactifs et est
appele´e simplement boucle principale. En anglais, il s’agit de main loop ; dans un
jeu vide´o, on parlera ge´ne´ralement de game loop.
6.3.1 Coupes
C’est cette boucle qui fait e´voluer le programme par e´tape. Chaque e´tape est appele´e
‘coupe’ et correspond soit a` la modification d’un signal d’entre´e (ou encore appele´
signal de base) soit a` l’utilisation des valeurs des signaux de sorties (typiquement
pour re´aliser le rendu). Chaque coupe affectant un signal d’entre´e effectue une mise
a` jour des signaux qui en de´pendent. Si nous conside´rons a` nouveau l’expression
(node a (s+ b c)) en imaginant que b est un signal de base, la coupe qui modifie
b re´alisera une mise a` jour de a. Lorsque une coupe de sortie utilisera les valeurs de
a, b et c, ces valeurs ve´rifieront bien l’invariant a = b+ c.
Les coupes sont varie´es en fonction des e´ve`nements d’entre´e et des types de sorties
ge´re´s par la boucle. Typiquement, un programme re´actif doit re´agir au temps qui
passe, aux entre´es clavier et souris et re´aliser un rendu a` l’e´cran. Il faut donc des
signaux de base pour repre´senter le temps qui passe et l’utilisation du clavier et
de la souris, ainsi que des coupes de sorties pour le rendu. On peut aussi imaginer
une boucle qui ne posse`de que des coupes d’entre´e et de sortie associe´es a` des
messages e´mis sur le re´seau. Suivant la complexite´ du rendu, plusieurs coupes de
sortie peuvent eˆtre ne´cessaires, par exemple une coupe pour le rendu d’une sce`ne
3D et une autre pour le rendu d’une interface graphique affiche´e en transparence
par dessus l’image de la sce`ne.
6.3.2 De´coupage de la boucle
Comme mentionne´ plus haut, une boucle peut incorporer diffe´rents types de coupes
suivant l’application a` re´aliser (graphique, re´seau, son, ...), c’est-a`-dire suivant le
type des signaux d’entre´e a` traiter et suivant les types de signaux de sortie de´sire´s.
Mais il est e´galement a` noter que les coupes ne sont pas syste´matiquement re´alise´es
a` chaque ite´ration de la boucle. Si aucun e´ve`nement clavier ne survient pendant
une ite´ration, aucune coupe associe´e au traitement des e´ve`nements clavier ne sera
exe´cute´e. De meˆme, s’il y a plusieurs e´ve`nements clavier ou souris en attente au
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moment ou` la boucle traite les entre´es clavier et souris, plusieurs coupes seront
exe´cute´es (une coupe par e´ve`nement). De ce fait, les e´ve`nements en entre´e sont
traite´s se´pare´ment et ne sont jamais pre´sents en meˆme temps. Une autre
mode´lisation de la boucle aurait e´te´ de collecter les changements d’e´tats des signaux
associe´s aux entre´es puis de faire la mise a` jour des signaux qui en de´pendent. Ce
choix n’a pas e´te´ retenu pour la raison suivante : il est ne´cessaire de pouvoir traiter
les e´ve`nements en entre´e se´pare´ment car l’ordre d’apparition des e´ve`nements ainsi
que les occurrences successives d’un meˆme e´ve`nement peuvent avoir leur impor-
tance suivant ce que l’on de´sire imple´menter.
Pour bien se rendre compte de cette importance, conside´rons deux situations. La
premie`re consiste en l’affichage a` l’e´cran d’un rectangle. Normalement, le rectangle
est fixe. Mais lorsque l’utilisateur appuie sur la touche ‘espace’, le rectangle doit se
mettre en mouvement et se de´placer vers la droite. Le rectangle cesse de se de´placer
une fois que l’utilisateur n’appuie plus sur la touche espace. Pour imple´menter cela,
il suffit d’avoir un signal boole´en de type comportement (pre´sent a` chaque coupe)
qui vaut soit vrai si la touche est enfonce´e, soit faux dans le cas contraire. Ensuite, il
faut associer comme position du rectangle deux possibilite´s selon la valeur du signal
boole´en. S’il est faux, le rectangle conserve sa position ; s’il est vrai, le rectangle
prend une position dont la valeur est la position au rendu pre´ce´dent additionne´e
d’un facteur de translation. Ainsi, dans ce second cas, a` chaque rendu le rectangle
se retrouve un peu plus loin de sa position initiale.
La seconde situation est analogue mais au lieu d’avoir un rectangle qui se de´place
tant que la touche espace est enfonce´e, le rectangle doit se de´placer ‘par bonds’
chaque fois que la touche passe de l’e´tat ‘releve´’ a` l’e´tat ‘enfonce´’ (l’expression ‘la
touche est enfonce´e’ peut eˆtre comprise de deux fac¸ons : la touche n’est pas dans
l’e´tat ‘releve´’ et est maintenue dans cette position ou alors la touche passe de l’e´tat
‘haut’ a` l’e´tat ‘bas’ ; ici, il s’agit de la seconde). Appuyer a` deux reprises doit donc
avoir pour effet de faire effectuer deux bonds au rectangle.
La deuxie`me situation ne pose pas de proble`me et peut eˆtre ge´re´e avec une seule
coupe pour traiter tous les e´ve`nements disponibles. Par contre, la premie`re situa-
tion ne donnerait pas le re´sultat de´sire´ si une seule coupe e´tait utilise´e. Si une seule
coupe traite tous les e´ve`nements disponibles, alors il se peut que les e´ve`nements
touche-espace-enfonce´e et touche-espace-releve´e soient tous deux pre´sents. La se-
conde situation ne se pre´occupe que du signal associe´ a` touche-espace-enfonce´e et
peut re´agir en modifiant l’emplacement du rectangle. La premie`re situation utilise
un signal boole´en qui passe d’un e´tat a` un autre suivant la pre´sence de touche-
espace-enfonce´e ou touche-espace-releve´e. Mais quelle valeur donner a` ce signal
lorsque ces deux derniers sont pre´sents dans la meˆme coupe ? La re´ponse de´pend
de l’ordre dans lequel ces e´ve`nements d’entre´e ont e´te´ ge´ne´re´s. Or cette information
n’est pas disponible : tous les e´ve`nements dans une coupe sont simultane´s. Comme
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l’ordre d’apparition des e´ve`nements d’entre´e est important dans certaines situations
(comme la premie`re de´crite), il est ne´cessaire d’utiliser une coupe se´pare´e pour
chacun d’entre-eux.
Pour finir, imaginons une situation ou` l’on de´sire avoir un signal qui compte les oc-
currences d’un e´ve`nement d’entre´e. Si cet e´ve`nement est pre´sent plusieurs fois dans
la file d’attente alors qu’il n’y a qu’une coupe, il ne sera pas possible de distinguer
les diffe´rentes occurrences : au niveau du graphe, l’e´ve`nement est pre´sent ou non
mais il ne peut eˆtre pre´sent de multiples fois. Suivant le type d’application a` re´aliser,
il est donc possible qu’un autre type de boucle soit plus adapte´.
6.3.3 Mise a` jour synchrone
A l’inte´rieur d’une coupe, tout signal est soit pre´sent soit absent. Meˆme si le pro-
cessus de mise a` jour travaille sur un signal a` la fois, conceptuellement l’exe´cution
de la coupe est atomique. Il n’est pas possible d’observer graˆce a` un signal de sortie
l’e´volution de la coupe mais bien uniquement l’e´tat qui en re´sulte. La mise a` jour
est mene´e de manie`re a` assurer que les de´finitions des signaux soient respecte´es.
Un programme AEDF est un ensemble de signaux dont les relations entre eux sont
autant d’invariants.
Une coupe est le plus petit de´coupage de temps possible pour un programme AEDF.
Cela signifie que plusieurs e´ve`nements pre´sents (ou absents) dans une coupe le sont
simultane´ment. Il n’y a pas d’ordre dans les occurrences de ces e´ve`nements (c’est
pour cela que s’il est ne´cessaire d’observer un ordre entre deux e´ve`nements d’entre´e,
il faut deux coupes).
6.3.4 Re´action a` l’absence d’un e´ve`nement
Contrairement a` d’autres imple´mentations de programmation re´active, il est pos-
sible de re´agir a` l’absence d’un e´ve`nement. Pour de´cider qu’un e´ve`nement est ab-
sent, il suffit de connaˆıtre quels e´le´ments du programme sont susceptibles de le
ge´ne´rer. En exe´cutant ces e´le´ments avant ceux qui de´pendent de l’absence ou de la
pre´sence de l’e´ve`nement, on peut eˆtre certain que si l’e´ve`nement n’a pas e´te´ ge´ne´re´,
il ne le sera plus pendant la coupe courante. L’imple´mentation d’AEDF reposant sur
un graphe de de´pendances respecte ces deux conditions : les noeuds du graphes
sont mis a` jour dans l’ordre de leur rang. Lors du calcul de la valeur courante d’un
noeud qui de´pend d’un e´ve`nement, la pre´sence ou l’absence de ce noeud a de´ja`
e´te´ de´cide´e (comme ce noeud est parent du noeud a` calculer, il posse`de un rang
infe´rieur et a donc de´ja` e´te´ mis a` jour pour la coupe courante).
CHAPITRE 6. MOTEUR DATAFLOW 71
6.4 Usage
La bibliothe`que AEDF est e´crite comme une extension pour Chicken, une
imple´mentation du langage Scheme2. Chicken fournit un compilateur utilisant C
comme langage interme´diaire ainsi qu’un interpre´teur. Chicken posse`de plusieurs
caracte´ristiques qui le rendent inte´ressant pour re´aliser une telle bibliothe`que.
Scheme, comme tout dialecte de LISP, posse`de une syntaxe simple et constante,
les s-expressions. Cette syntaxe refle`te bien la structure en graphe des expressions
d’AEDF et permet de rendre l’utilisation de la bibliothe`que AEDF proche de celle
d’un langage a` part entie`re. Scheme permet par exemple de nommer une proce´dure
s+ pour cre´er un signal qui additionne les valeurs des deux signaux dont il de´pend.
S’il s’ave`re que les proce´dures fournies par R5RS comme +, sin ou abs ne sont
pas ne´cessaires pour e´crire un programme AEDF, rien n’empeˆche la bibliothe`que de
re´utiliser ces symboles a` la place de s+, s-sin ou s-abs. Pour comple´ter l’illusion,
un simple script nomme´ aedf permet d’abstraire la premie`re et la dernie`re ligne de
l’exemple de la figure 6.1. Ensuite on peut e´crire un programme AEDF et oublier qu’il
repose sur Chicken. Etant donne´ un fichier nomme´ example-01.aedf reprenant les
trois lignes centrales de l’exemple, le script aedf appele´ sur ce fichier est e´quivalent
a` :
csi -R aedf example-01.aedf -e "(aedf:run)"
csi est le programme chicken scheme interpreter. L’option -R permet de charger une
extension (dans ce cas, il s’agit de la bibliothe`que AEDF) et l’option -e permet de
demander l’exe´cution d’une expression. Ici l’expression permet d’exe´cuter le graphe
dataflow en appelant aedf:run.
Chicken est imple´mente´ en utilisant le langage C comme langage interme´diaire et
propose plusieurs extensions facilitant l’e´criture de programmes ou de bibliothe`ques
me´langeant C et Scheme. En particulier, il est relativement aise´ d’utiliser une bi-
bliothe`que C depuis Chicken. Cette possibilite´ est particulie`rement inte´ressante
puisque de nombreuses bibliothe`ques sont originalement disponibles pour C. C’est le
cas par exemple des bibliothe`ques OpenGL et Xlib utilise´es pour imple´menter AEDF.
Bien suˆr cet e´le´ment en faveur de Chicken peut eˆtre transpose´ a` une imple´mentation
utilisant, par exemple, la JVM si l’on pre´fe`re utiliser les nombreuses bibliothe`ques
disponibles pour Java.
L’existence d’un interpre´teur permet d’e´crire et d’exe´cuter rapidement des fragments
de programme puisqu’il n’y a pas a` attendre la fin de la compilation. Elle permet
2Chicken supporte essentiellement R5RS[KCe+98].
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e´galement de tester interactivement la bibliothe`que en cours d’e´criture ou des pro-
grammes AEDF utilisant cette bibliothe`que. Potentiellement, l’interpre´teur pourrait
eˆtre utilise´ pour e´crire interactivement un programme AEDF et le modifier pendant
son exe´cution.
6.5 Relation avec la programmation multi-threads
6.5.1 FairThreads
Le mode`le de mise a` jour synchrone des signaux est inspire´ des FairThreads. Le
mode`le des FairThreads a e´te´ de´veloppe´ pour fournir un me´canisme de concurrence
simple a` utiliser. Il a e´te´ inspire´ par l’approche re´active et il fournit des primitives
pour e´crire des programmes concurrents. Les FairThreads sont des threads non-
pre´empte´s. Cela signifie qu’un thread qui a le processeur ne le quittera que de sa
propre initiative. S’il y a plusieurs threads qui se partagent le processeur, ils doivent
eˆtre e´crits de fac¸on a` ce qu’ils coope`rent. Les FairThreads communiquent par le biais
d’e´ve`nements. Un e´ve`nement est une structure de donne´es contenant une valeur
pour l’instant courant et un drapeau indiquant si l’e´ve`nement est pre´sent. Chaque
thread est en re´alite´ une machine a` e´tats. L’e´volution du programme se fait de fac¸on
discre`te (le temps est de´coupe´ en instants) en faisant progresser chaque machine a`
e´tats. Un thread peut attendre qu’un e´ve`nement soit pre´sent, exe´cuter du code e´crit
en C, e´mettre un e´ve`nement ou attendre l’instant suivant.
Les threads sont exe´cute´s tour a` tour. Un thread relaˆche le processeur lorsqu’il attend
un e´ve`nement ou lorsqu’il attend l’instant suivant. Lorsqu’un thread attend qu’un
e´ve`nement survienne, il est donc arreˆte´ pour l’instant courant. Mais si un thread
exe´cute´ par la suite, toujours dans le meˆme instant, e´met l’e´ve`nement, le thread
en attente est re´exe´cute´, continuant a` partir de l’e´tat ou` il se trouvait. C’est de
cette manie`re que le caracte`re synchrone est atteint : il est possible d’e´mettre un
e´ve`nement a` condition qu’un autre e´ve`nement soit pre´sent. Les deux e´ve`nements
seront alors tous deux pre´sents au cours du meˆme instant.
6.5.2 AEDF et FairThreads
Pour voir le rapport entre le mode`le des signaux d’AEDF et celui de la program-
mation concurrente des FairThreads, inte´ressons-nous aux signaux que l’on appelle
e´ve`nements (les signaux qui ne sont pre´sents que pendant certaines coupes).
Dans AEDF, on peut voir un e´ve`nement construit a` partir d’un autre e´ve`nement
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comme un thread tre`s simple. Par exemple, e´tant donne´ un e´ve`nement nbrs qui
fournit des nombres entiers, on peut construire un second e´ve`nement odds qui est
pre´sent uniquement lorsque le nombre e´mis par le premier est impair.
(node odds (s-odd nbrs))
Cette association entre deux objets repre´sentant des e´ve`nements peut eˆtre obtenue
avec les FairThreads, de fac¸on simplifie´e, comme ceci :
loop
wait nbrs;
if nbrs’ current value is odd
then emit odds;
end-loop
Il s’agit d’un thread qui attend l’occurrence de l’e´ve`nement nbrs puis qui e´met
l’e´ve`nement odds.
Autrement dit, un sous-graphe e´tablissant les de´finitions d’e´ve`nements a` partir
d’autres e´ve`nements peut eˆtre vu comme l’e´quivalent d’un thread. Un ope´rateur
comme odd construit un noeud a` partir d’un autre. Un thread de´finit un ou plusieurs
e´ve`nement(s) a` partir d’un ou plusieurs e´ve`nement(s). Effectivement, la modularite´
obtenue (ou cherche´e) par la programmation concurrente est obtenue en compo-
sant plusieurs sous-graphes en un seul programme dataflow. Chaque sous-graphe
peut eˆtre e´crit inde´pendamment des autres et ils s’exe´cuteront paralle`lement.
Parce que le lien entre le code de mise a` jour d’un e´ve`nement et l’e´ve`nement est plus
e´troit dans le cas d’AEDF, une fois qu’un e´ve`nement est de´fini, son e´volution sera
toujours la meˆme inde´pendamment des sous-graphes qui peuvent eˆtre ajoute´s au
programme complet. Dans FairThreads, un e´ve`nement est ve´ritablement une struc-
ture de donne´es partage´e. Il n’y a pas de restriction sur les threads qui peuvent le
lire ou l’e´crire. De plus, toujours dans le cas d’AEDF, les de´pendances entre “thread-
s” et e´ve`nements sont connues. C’est ce qui permet de savoir au cours d’une coupe
qu’un e´ve`nement est absent. Dans FairThread, l’absence d’un e´ve`nement pendant
un instant ne peut eˆtre connue d’un thread qu’au cours de l’instant suivant. Cette
limitation est ne´cessaire dans le cas de FairThread car l’existence des threads pen-
dant l’exe´cution est comple`tement dynamique : ils peuvent naˆıtre et mourir pendant
l’exe´cution sans restriction sur leur nombre.
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6.6 Reconfiguration dynamique du graphe
La bibliothe`que AEDF permet de facilement e´crire un programme qui fait e´voluer
des valeurs en fonction du temps et d’e´ve`nements d’entre´e. Une limitation impor-
tante a` l’heure actuelle de la bibliothe`que est qu’il n’est pas possible de modifier la
structure du graphe pendant l’exe´cution. La de´finition du graphe se fait par l’ajout
progressif de noeuds. Une fois le graphe de´fini, le programme est exe´cute´ avec la
proce´dure aedf:run. Lorsque cette proce´dure est appele´e, le graphe est utilise´ pour
faire e´voluer l’e´tat du programme et il n’est plus possible d’ajouter de nouveaux
noeuds. Il n’est pas possible non plus d’en retirer ou d’en de´placer.
Concre`tement, il existe trois situations ou` cette limitation se fait sentir. Cependant,
dans les trois cas, il est possible de contourner le proble`me. Le premier cas est
l’ajout dynamique (a` l’exe´cution) de nouveaux noeuds de sortie. La seconde si-
tuation est l’e´valuation d’un noeud de type if. Le troisie`me cas est semblable au
premier mais avec une simplification : le nombre de noeuds de sorties pouvant eˆtre
ajoute´s est connu statiquement (au moment de construire le graphe, avant de lancer
l’exe´cution).
Conside´rons d’abord la troisie`me situation. Imaginons que l’on veuille permettre a`
l’utilisateur de placer des rectangles a` l’e´cran, a` la position voulue. Initialement, il
n’y aucun rectangle affiche´. Un click ajoute un rectangle a` la position du curseur. Un
click ou` se trouve un rectangle supprime le rectangle. Pour satisfaire la simplifica-
tion par rapport a` la premie`re situation, nous limitons le nombre de rectangles, par
exemple a` 5. Pour imple´menter ce programme, il est ne´cessaire d’avoir un noeud de
sortie de type rectangle pour chaque rectangle que l’utilisateur peut placer. Initiale-
ment, les rectangles ne sont pas visibles et lorsque l’utilisateur place un rectangle,
il suffit d’en rendre un visible. Plutoˆt que d’e´crire un programme qui ajoute des
noeuds de sortie de type rectangle a` l’exe´cution, provision est faite au moment de
construire le graphe pour le nombre maximum de rectangles possible. Ajouter ou re-
tirer un rectangle n’est pas imple´mente´ en ajoutant ou retirant un noeud au graphe
mais en le rendant visible ou non. Le caracte`re visible ou non d’un rectangle est un
signal boole´en.
Si le nombre de rectangles que l’utilisateur peut placer a` l’e´cran n’est pas limite´,
la situation ne peut pas eˆtre imple´mente´e avec la bibliothe`que dans l’e´tat. Il est
ne´cessaire d’avoir un noeud de sortie pour chaque rectangle place´ or il n’est pas
possible de pre´voir tous ces noeuds au moment de la construction du graphe. Il
faudrait donc e´tendre les possibilite´s de la bibliothe`que. Une extension possible est
la modification dynamique du graphe. Mais une autre possibilite´ qui ne ne´cessite
pas d’ajout important a` la bibliothe`que est envisageable. A la place d’ajouter une
capacite´ ge´ne´rique (modifier le graphe), on peut ajouter un nouveau type de noeud
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de sortie. Ce type de noeud posse`de pour parents les signaux de position et de
click de la souris et maintient l’e´tat de l’ensemble des rectangles a` afficher. En fonc-
tion des e´ve`nements, l’e´tat est modifie´ en ajoutant ou en retirant des rectangles.
Ce noeud est en outre responsable de l’affichage des rectangles. Cette solution n’est
pas tre`s e´le´gante car elle demande de ge´rer une nouvelle structure de donne´es ainsi
que l’e´criture de code pour le rendu. C’est pourquoi rendre le graphe dynamique
est ne´cessaire pour faire d’AEDF une bibliothe`que souple a` l’emploi. Puisqu’un ob-
jet graphique est repre´sente´ par un noeud, il est plus naturel d’ajouter des objets
graphiques par l’ajout de noeuds que par l’imple´mentation d’un nouveau type de
noeud.
La seconde situation ne´cessitant a` priori un graphe dynamique est l’e´valuation de
noeud de type if. Normalement, en programmation, une seule des deux branches
de code garde´es par le if est exe´cute´e : la premie`re dans le cas ou` la condition du
if est e´value´e a` vrai, la seconde dans le cas contraire. Dans FrTime, cette proprie´te´
est conserve´e en modifiant le graphe a` l’exe´cution. En effet, le mode`le d’e´valuation
des valeurs des noeuds propage normalement les changements a` partir du haut
du graphe en direction des enfants, en les mettant a` jour pour la coupe courante.
Dans ce mode`le, une expression comme (s-if condition branche1 branche2)
repre´sente un noeud dont les parents sont branche1 et branche2, exactement de la
meˆme manie`re que le noeud (s+ a b) de´pend des noeuds a et b. Si l’on veut e´valuer
uniquement la branche1 ou la branche2 en fonction de la valeur du noeud condi-
tion, cela demande qu’une des deux branches appartienne au graphe et pas l’autre
(pour qu’une seule des deux soit mise a` jour pendant une coupe). Or l’e´valuation
de la condition n’a lieu que pendant la coupe, donc l’ajout ou la suppression se fait
e´galement pendant la coupe.
Dans AEDF, il a e´te´ pre´fe´re´ de conserver la consistance du mode`le plutoˆt que d’es-
sayer d’adapter la se´mantique du if des langages tels que C. De ce fait, les deux
branches du if sont mises a` jour a` chaque coupe et la valeur pour la coupe cou-
rante du noeud if est celle d’une des deux branches (selon la valeur du noeud
condition). Cette description concerne la se´mantique du mode`le. Rien n’empeˆche
d’imple´menter une e´valuation efficace du graphe qui ne calcule pas les valeurs de
noeuds non utilise´s (finalement par un noeud de sortie). Mais il ne faut pas s’at-
tendre a` pouvoir e´crire du code qui ferait une erreur dans une des deux branches
en pensant qu’il ne sera pas exe´cute´ vu la condition. Par exemple, si prendre le
premier e´le´ment (avec l’ope´ration head) d’une liste vide ge´ne`re une erreur, on ne
peut pas e´crire (s-if (s-nul? lst) ’() (s-head lst)). Le mieux est que head
ne fournisse pas de valeur dans le cas ou` lst est vide mais soit simplement absent.




Le coeur d’AEDF est e´crit en Scheme, en utilisant l’imple´mentation appele´e Chicken.
L’objet principal d’AEDF est le signal. Il s’agit d’une structure (ou record en anglais).
Cette structure comporte plusieurs champs.
Le champ id sert a` identifier de manie`re unique chaque signal dans un programme
dataflow. Dans l’e´tat actuel de la bibliothe`que, cela sert a` ge´ne´rer les noms des
noeuds dans un fichier source pour le logiciel Graphviz, un outil qui permet de
produire des images de graphe.
Le champ update-name permet de connaˆıtre le type d’ope´ration re´alise´e par le
noeud, par exemple s’il s’agit d’un de´lai ou d’une addition.
Le champ name contient e´ventuellement le nom du noeud tel qu’il est donne´ par la
macro node. Chaque signal contient la liste de ses parents dans le champ parents
et la liste de ses enfants dans le champ children.
La proce´dure de mise a` jour est dans le champ update-proc. Celle-ci est appele´e
lorsqu’une coupe met a` jour les noeuds du graphe. Elle rec¸oit en argument le signal
qu’elle doit mettre a` jour. De cette manie`re, elle a acce`s aux valeurs des noeuds
parents pour calculer la nouvelle valeur du signal (qui est e´galement un champ).
Les enfants ne sont pas ve´ritablement ne´cessaires pour l’instant mais ils pourraient
servir a` une mise a` jour selon le principe de Visual Value 3D[Nil06]. Dans VV3D, la
mise a` jour d’une valeur se fait en deux e´tapes. La premie`re consiste a` invalider les
noeuds de´coulant d’un noeud qui vient de changer de valeur. Cette e´tape permet
de connaˆıtre quels noeuds voient leur valeur changer. La deuxie`me e´tape consiste
a` calculer la valeur d’un noeud uniquement si elle est ne´cessaire. Ces deux e´tapes
permettent un calcul des valeurs “a` la demande”, lorsqu’un noeud de sortie en a
besoin.
En plus de la valeur courante, un signal posse`de un champ state qui permet de
conserver un e´tat inde´pendant de la valeur courante entre les appels de la proce´dure
de mise a` jour. Cet e´tat est rarement ne´cessaire. Il est ne´cessaire pour imple´menter
le type de signal s-wide. Ce signal est un comportement qui vaut vrai pendant un
certain temps a` partir de l’occurrence du signal parent. Autrement, il vaut faux. Ima-
ginons un bouton qui doit changer de couleur au moment d’un click (et reprendre
imme´diatement sa couleur normale). Changer de couleur dans la coupe du click
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n’est pas suffisant car au moment de la coupe de rendu, le bouton aura repris sa
couleur normale. s-wide permet de changer de couleur pendant plusieurs coupes
apre`s le click et plusieurs rendus pourront eˆtre re´alise´s avec la nouvelle couleur
avant de revenir a` l’ancienne.
Enfin, chaque signal posse`de la valeur de son rang dans le graphe, dans le champ
rank. Un signal de base posse`de le rang 1. Un signal qui posse`de des parents a un
rang qui vaut le maximum des rangs des parents augmente´ de 1.
Cre´ation d’un signal
Cre´er un nouveau type de signal se fait avec la proce´dure new-signal. Le premier
argument est le nom du type du signal. Le second argument est la liste des signaux
dont il de´pend (les signaux parents). Le troisie`me argument est la valeur initiale.
Le quatrie`me argument est l’e´tat initial. Le cinquie`me et dernier argument est la
proce´dure de mise a` jour. Voici comment un ope´rateur qui retourne un signal qui
somme ses deux parents peut eˆtre de´fini.
(define (s+ s0 s1)




(+ (signal-pval s 0) (signal-pval s 1))))))
Cette de´finition se lit comme suit : s+ est une proce´dure qui accepte deux argu-
ments, nomme´s s0 et s1 (les signaux parents). Cette proce´dure retourne un nou-
veau signal. A chaque mise a` jour (appel du cinquie`me argument de new-signal), la
valeur du signal devient la somme de la valeur du premier parent et de la valeur du
second parent (obtenues par la proce´dure signal-pval). L’imple´mentation d’AEDF
utilise une de´finition similaire pour d’autres ope´rateurs binaires. En fait, une macro
a e´te´ de´finie pour cre´er un ope´rateur sur des signaux a` partir d’un ope´rateur sur les
valeurs (en anglais, on parle de lifting). Par exemple, la proce´dure s+ est obtenue
avec :
(signal-binary s+ +)
Une macro semblable est disponible pour convertir des ope´rateurs unaires.
(signal-unary s-cos cos)
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Cre´er des signaux de sortie est un peu plus complique´. Il faut pour cela utiliser la
proce´dure new-sink-kind. Cette proce´dure accepte e´galement un nom permettant
d’identifier le type de noeud dont il s’agit. A la place d’une proce´dure de mise a` jour,
elle accepte une proce´dure appele´e lorsque la coupe de sortie associe´e est exe´cute´e.
6.7.2 Mise a` jour du graphe
Le rang permet de connaˆıtre l’ordre de mise a` jour des noeuds du graphe pendant
une coupe. La mise a` jour proce`de avec tous les noeuds d’un rang avant les noeuds
du rang suivant. De cette manie`re, lorsque la proce´dure de mise a` jour d’un noeud
est appele´e, il est garanti que les noeuds parents posse`dent leur valeur pour la coupe
courante et il est aussi possible de connaˆıtre l’absence d’un e´ve`nement.
Mettre a` jour un noeud de´lai consiste simplement a` copier la valeur du noeud dont
il de´pend. Cette copie doit eˆtre faite avant que ce dernier ne soit modifie´ pour la
coupe courante. Pour cela, la mise a` jour de noeuds de´lais est faite avant tous les
autres. Cet effet est atteint en donnant aux noeuds de´lais un rang de 0. Il faut aussi
prendre soin de mettre a` jour les noeuds de´lais dans le bonne ordre car un noeud
de´lai peut eˆtre construit a` partir d’un autre noeud de´lai.
Certains noeuds repre´sentent des constantes, par exemple un nombre ou une chaˆıne
de caracte`res. Ces noeuds ne posse`dent pas de proce´dure de mise a` jour. Ils sont en
fait des noeuds de base particuliers qui ne ne´cessitent pas de mise a` jour.
6.7.3 Boucle principale
La boucle principale ge`re les e´ve`nements d’entre´e et l’e´coulement du temps. Le
temps passe de manie`re discre`te. Il s’agit d’un e´ve`nement comme un autre. A chaque
e´ve`nement, le noeud de base qui repre´sente cet e´ve`nement devient pre´sent. Ensuite,
une mise a` jour du graphe est re´alise´e. Apre`s la mise a` jour, le noeud redevient ab-
sent. Il y a aussi des noeuds qui repre´sentent des comportements. mouse-position
en est un. Sa valeur est modifie´e lorsque la souris est de´place´e et puis est conserve´e
jusqu’au prochain de´placement.
La boucle principale commence par faire avancer le temps (ici, le temps est avance´
de 10 millisecondes et la boucle est re´pe´te´e a` 100Hz) puis effectue la gestion de´crite
plus haut pour tous les e´ve`nements en attente. Apre`s, toutes les coupes de sorties
sont effectue´es. A chaque coupe de sortie est associe´ un groupe de noeuds de sorties.
Pour terminer, une coupe de mise a` jour est exe´cute´e pour un e´ve`nement particulier
qui marque la fin de la boucle (et la fin du rendu). Cet e´ve`nement peut servir par
exemple a` s’assurer qu’un rendu exploite l’apparition d’un e´ve`nement. Il suffit de
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conserver un signal a` vrai a` partir de l’occurrence de l’e´ve`nement puis a` le mettre a`
faux apre`s le rendu.
6.7.4 Simplification du graphe
Ide´alement, le graphe devrait eˆtre compile´. A la place de parcourir le graphe et d’ap-
peler les proce´dures de mise a` jour, le code compile´ devrait eˆtre exe´cute´. La compi-
lation n’a pas e´te´ re´alise´e. Par contre, une e´tape interme´diaire a e´te´ imple´mente´e.
Elle consiste a` marquer les noeuds inutilise´s. Un noeud est inutilise´ lorsqu’il n’est
pas un noeud de sortie et qu’il n’a pas d’enfant utilise´. La proce´dure de simplifica-
tion commence par marquer les noeuds du dernier rang. Par de´finition, ces noeuds
ne posse`dent pas d’enfants utilise´s (puisqu’ils ne posse`dent pas d’enfants). Il suffit
alors de ve´rifier si ce sont des noeuds de sorties pour savoir s’ils sont utilise´s ou non.
La proce´dure passe alors aux noeuds de l’avant-dernier rang. Ces noeuds peuvent
posse´der des enfants mais il a e´te´ de´cide´ dans l’e´tape pre´ce´dente s’ils sont utilise´s
ou non. Chaque rang est ainsi traite´ jusqu’au rang des noeuds de´lais.
6.7.5 Scheme et C
La boucle principale et la gestion du graphe dataflow est re´alise´e en Scheme. La
couche de gestion des e´ve`nements et de feneˆtrage est e´crite avec la bibliothe`que
Xlib. L’affichage dans la feneˆtre se fait en utilisant un contexte OpenGL (via l’ex-
tension GLX du serveur X). L’affichage 2D sous OpenGL est imple´mente´ avec la
bibliothe`que de dessin vectoriel Cairo. Cairo peut rendre des images en PNG, PDF,
directement dans une surface X ou en me´moire. C’est cette dernie`re possibilite´ qui
est utilise´e. Le tampon me´moire vise´ par Cairo est ensuite envoye´ a` OpenGL pour en
faire une texture. Enfin, la texture est affiche´e sur un rectangle qui remplit l’e´cran
en vue orthographique. Il s’agit d’une solution ge´ne´rale qui permet d’utiliser Cairo
pour dessiner a` n’importe quel point de l’e´cran. S’il faut uniquement dessiner dans
une zone pre´cise, par exemple un menu contextuel appele´ par un click du bouton
droit de la souris, il est pre´fe´rable d’allouer un tampon de me´moire et une texture
de la taille du menu plutoˆt que de la taille de l’e´cran.
Toutes les couches de bas niveau sont e´crites en C (utilisation des bibliothe`ques Xlib,
Cairo et OpenGL). Ces couches sont compile´es sous forme de bibliothe`ques par-
tage´es. Pour chacune de ces bibliothe`ques, une extension pour Chicken a e´te´ e´crite.
Ce sont ces extensions qui sont utilise´es finalement par la boucle principale. Chi-
cken fournit une extension pour utiliser OpenGL mais elle ne comprend pas toutes
les fonctionnalite´s offertes par OpenGL 2.1. A la place d’augmenter cette extension
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ou de la refaire, une extension pour GLEW3 a e´te´ e´crite. Une bonne partie du travail
a pu eˆtre automatise´e en utilisant le fichier d’en-teˆte de GLEW et les facilite´s offertes
par Chicken.
6.7.6 Synchronisme
Une source de motivation pour la re´alisation de la bibliothe`que AEDF est l’absence
d’une caracte´ristique qui nous semble inte´ressante dans FrTime ou [Ell08]. Cette
caracte´ristique est l’absence de synchronisme des occurrences de deux (ou plus)
e´ve`nements qui sont de´rive´s d’un meˆme parent. Prenons un exemple, illustre´ a` la
figure 6.3, et conside´rons un e´ve`nement qui repre´sente l’enfoncement des touches
d’un clavier. Cet e´ve`nement posse`de une occurrence chaque fois qu’une touche du
clavier est enfonce´e et prend pour valeur le caracte`re unicode correspondant. A par-
tir de cet e´ve`nement, nous de´rivons deux autres e´ve`nements. Le premier ne posse`de
une occurrence que lorsque le caracte`re unicode est alphanume´rique. Le second
e´ve`nement est pre´sent uniquement toutes les dix occurrences de son parent. Enfin,
nous construisons un dernier e´ve`nement qui combine ces deux e´ve`nements de´rive´s.
Ce dernier e´ve`nement est pre´sent chaque fois qu’un des signaux dont il de´pend est
pre´sent. Il est e´galement pre´sent une seule fois si ces deux signaux sont pre´sents en
meˆme temps.
Si le signal qui repre´sente le clavier e´met pour la dixie`me fois et qu’il s’agit d’un
caracte`re alphanume´rique, les deux enfants seront pre´sents et l’e´ve`nement ‘combi-
ne’ aussi. Dans FrTime ou dans [Ell08], la re´action a` l’enfoncement de la touche
sera double : une fois pour la branche gauche et une fois pour la branche droite
du graphe. Dans AEDF, la pre´sence des e´ve`nements est ve´ritablement synchrone.
Il n’y a donc qu’une seule occurrence au niveau du dernier noeud et qu’une seule
re´action.
Cette caracte´ristique nous semble inte´ressante car elle simplifie le sens de certaines
constructions. Par exemple, on peut utiliser des ope´rateurs qui cre´ent un e´ve`nement
a` partir d’un comportement et inversement. L’ope´rateur hold cre´e un comportement
qui prend pour valeur la valeur lors de la dernie`re occurrence de l’e´ve`nement a`
partir duquel il est construit. L’ope´rateur changes cre´e un e´ve`nement qui est pre´sent
lorsque le comportement a` partir duquel il est construit change de valeur. Graˆce
au mode`le adopte´, une expression comme (combine (changes (hold e)) e) est
e´quivalente a` e.
3GLEW : The OpenGL Extension Wrangler Library




FIG. 6.3 – Combiner deux e´ve`nements qui sont de´rive´s d’un seul et meˆme parent donne
un e´ve`nement dont les occurrences co¨ıncident avec le parent.
6.8 Application
La cre´ation de diffe´rentes interfaces faites dans la premie`re partie de ce travail peut
se faire avantageusement avec AEDF. Elle permet de se concentrer sur l’aspect dy-
namique de l’application. Dans cette section, un exemple complet est de´veloppe´. Il
s’agit d’un application simple de dessin. Quelques captures d’e´cran sont montre´es
dans la figure 6.4 et le code complet est repris a` l’annexe. Le mode principal permet
de tracer des lignes dans un espace 2D. Quatre autres modes sont utilise´s par l’in-
terme´diaire d’un menu. Le menu est compose´ de quatre zones rectangulaires place´es
verticalement, une pour chacun des modes.
La premie`re zone permet de de´placer le menu en pressant dessus, en de´plac¸ant le
curseur, puis en relaˆchant le bouton. Les trois zones suivantes sont des boutons. Les
modes associe´s permettent de manipuler la came´ra au-dessus du dessin : translation,
rotation et changement d’e´chelle. Pour passer dans un de ces trois modes, le bouton
correspondant doit eˆtre clique´. Cliquer a` nouveau quitte le mode et l’application
repasse dans le mode principal.
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FIG. 6.4 – Cette figure illustre l’application de dessin de´veloppe´e a` la section 6.8.
Quelques traits ont e´te´ trace´s dans la capture d’´ecran de droite. La capture d’´ecran de
gauche montre le dessin agrandi, de´place´ et tourne´. Le menu a e´galement e´te´ de´place´.
6.8.1 Nouveaux types de noeuds
La seule relative difficulte´ dans l’e´criture de cette application est la formation et
l’affichage des lignes qui forment le dessin. Comme explique´ dans la section 6.6,
page 74, meˆme avec un noeud de sortie qui repre´sente une ligne, il n’est pas possible
de permettre l’ajout non-borne´ de lignes supple´mentaires pendant l’exe´cution. La
solution propose´e e´tait soit de modifier AEDF pour permettre la reconfiguration du
graphe a` l’exe´cution, soit d’e´crire un nouveau type de noeud de sortie. C’est cette
dernie`re solution qui est utilise´e : un noeud s-lines est cre´e´ pour accumuler les
lignes ainsi qu’un noeud de sortie overlay-lines pour afficher ces lignes.
Noeud de sortie








’color (s-triple 0 0 0)
’lines (s-constant ’(())))
(lambda (re)
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(let* ((data (signal-value re))
(transform (sdata-field ’transform data))
(color (sdata-field ’color data))




(cairo-translate cr (car (sdata-field ’position transform))
(cdr (sdata-field ’position transform)))
(cairo-rotate cr (sdata-field ’rotation transform))
(cairo-scale cr (sdata-field ’scale transform)
(sdata-field ’scale transform))
(for-each (lambda (vertices) (aecr-points cr vertices))
lines)
(cairo-restore cr)))))
La valeur du noeud est utilise´e dans la coupe lie´e au rendu de l’affichage 2D avec
Cairo (symbole *sink-group-overlay*). Trois attributs composent ce noeud : une
liste de lignes, une couleur et une transformation. La liste contient des listes de
points. Chaque liste de points sera affiche´e en formant des segments de droite entre
les points et en utilisant l’attribut couleur. La transformation permet de placer les
lignes a` l’e´cran. En modifiant la valeur de cette transformation, il sera possible de
de´placer le point de vue par rapport aux lignes.
La fonction de rendu utilise les valeurs courantes des diffe´rents signaux qui forment
le noeud. Elle utilise les proce´dures cairo-translate, cairo-rotate et
cairo-scale pour placer les lignes en fonction de la transformation. La proce´dure
aecr-points est ensuite appele´e pour chaque ligne.
Noeud lignes
Les listes de points utilise´s par le noeud de sortie overlay-lines sont fournies
e´galement par un nouveau type de noeud, cre´e´ avec le code suivant.
(define (s-lines s0 s1 s2)
(new-signal ’lines (list s0 s1 s2) ’(()) ’no-state
(lambda (s)
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(cons (cons (signal-pval s 2) (car lines))
(cdr lines))))
((signal-pval s 1)
(signal-value-set! s (cons ’()
lines)))
; else keeps its value
)))))
La formation des lignes de´pend de trois signaux s0, s1 et s2. Le premier est un
e´ve`nement qui indique qu’il faut ajouter un point au trace´ courant. Le second est
aussi un e´ve`nement. Il indique que la ligne courante est termine´e et qu’une nouvelle
commence. Le troisie`me signal doit valoir la position du point a` ajouter lorsqu’il y
a une occurrence du premier e´ve`nement. Dans notre cas, il s’agira de la position de
la souris. La proce´dure de mise a` jour de´coule de cette description. A chaque appel,
si aucun des deux e´ve`nements n’est pre´sent, la valeur du signal reste la meˆme. Si
le premier signal est pre´sent, la valeur du troisie`me parent est ajoute´e a` la dernie`re
ligne ajoute´e. Si c’est le second signal qui est pre´sent, alors une nouvelle ligne,
initialement vide, est ajoute´e a` la liste des lignes. L’e´tat initial du signal est une liste
qui contient une seule ligne vide.
6.8.2 Positionnement du menu
La premie`re zone du menu sert a` le de´placer. Le changement de position se fait
lorsque l’on presse le bouton gauche de la souris au-dessus de cette zone puis
de´place le curseur. Reformule´ sous une forme plus proche d’AEDF, la position pos0
de la premie`re zone est soit sa position a` la coupe pre´ce´dente, soit une position qui
de´pend de sa position pre´ce´dente. La position pre´ce´dente pos0-d est obtenue avec
l’ope´ration s-delay. Comme pos0 de´pend de son passe´, il faut l’initialiser explicite-
ment.
(node pos0-d (s-delay pos0))
(node pos0 (s-if condition
(... pos0-d ...)
pos0-d))
(initial-value pos0 (cons 10 10)
La condition pour le de´placement est appele´e manip0. manip0 doit eˆtre vrai lorsque
l’on a presse´ dans la zone et devenir faux lorsque l’on relaˆche le bouton. La proce´dure
toggle2 permet de cre´er le comportement voulu. at-press0 (de´fini plus loin) est
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un e´ve`nement qui a lieu lorsque l’on presse dans la zone et at-lmb-release est un
e´ve`nement qui a lieu lorsque le bouton gauche de la souris est relaˆche´.
(node manip0 (s-toggle2 at-press0 at-lmb-release))
Les cycles dans le graphe ne sont permis que s’ils ne sont pas instantane´s (ils doivent
comporter un de´lai). Comme at-press0 est de´fini en fonction de la position de
la zone et que cette position est de´finie en fonction de manip0, nous venons de
cre´er une boucle instantane´e. Nous modifions donc la condition pour qu’elle soit
(s-delay manip0). Pour comple´ter la de´finition de pos0, il reste a` mentionner
qu’il existe deux signaux de base mouse-dx et mouse-dy qui ont pour valeur la
diffe´rence entre la position actuelle du curseur et la position pre´ce´dente. Ajouter
cette diffe´rence a` la position pre´ce´dente de la zone permet de lui faire suivre le
curseur. La de´finition comple`te de pos0 devient :
(node pos0 (s-if (s-and manip0-d at-mouse-move)
(s-cons (s+ (s-car pos0-d) mouse-dx)
(s+ (s-cdr pos0-d) mouse-dy))
pos0-d))
6.8.3 Cre´ation des zones du menu
Pour donner corps a` la zone, un signal de sortie overlay-rectangle est cre´e´. Il sera
affiche´ via Cairo.
(node rect0 (overlay-rectangle ’position pos0))




Les trois zones restantes sont plus simples a` positionner : la position de chacune est
celle de la premie`re avec un de´calage sur l’axe vertical. Comme pour la premie`re
zone, un rectangle et un signal permettant de connaˆıtre lorsqu’ils sont presse´s leurs
sont associe´s.
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(node pos1 (s-cons (s-car pos0) (s+ (s-cdr pos0) 30)))
(node pos2 (s-cons (s-car pos0) (s+ (s-cdr pos0) 60)))
(node pos3 (s-cons (s-car pos0) (s+ (s-cdr pos0) 90)))
(node rect1 (overlay-rectangle ’position pos1))
(node rect2 (overlay-rectangle ’position pos2))










6.8.4 Association des zones aux ope´rations de navigation
A chacun des trois boutons est associe´ un signal boole´en (nomme´ active) indi-
quant si l’ope´ration associe´e (translation, rotation ou mise a` l’e´chelle) est utilise´e.
Ce signal de´marre initialement avec la valeur faux. Il devient vrai lorsque le bouton
est presse´ et redevient faux lorsque l’on presse a` nouveau dessus ou, pour assurer
qu’un seul mode ne soit actif a` la fois, lorsque l’on presse sur un autre bouton (mais
pas la premie`re zone qui permet de de´placer le menu). Pour de´tecter si un des trois
boutons est presse´, il suffit de cre´er un signal avec l’ope´rateur s-or.
(node at-press-op
(s-or (s-or at-press1 at-press2)
at-press3))
Le comportement de´crit peut eˆtre accompli graˆce a` l’ope´rateur toggle. Cet ope´rateur
prend un e´ve`nement et retourne un signal boole´en qui passe d’une valeur a` l’autre
a` chaque occurrence de l’e´ve`nement. Sa valeur initiale est faux. Pour connaˆıtre si le
bouton e´tait de´ja` actif, un de´lai est utilise´.
(node active1-d (s-delay active1))
(node active1 (s-toggle (s-or at-press1
(s-and active1-d at-press-op))))
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(node active2-d (s-delay active2))
(node active2 (s-toggle (s-or at-press2
(s-and active2-d at-press-op))))
(node active3-d (s-delay active3))
(node active3 (s-toggle (s-or at-press3
(s-and active3-d at-press-op))))
Jusqu’a` pre´sent, nous avons affiche´ les zones avec des rectangles. Ces rectangles
nous ont e´galement permis de de´finir quelques signaux. Nous allons conserver ces
rectangles pour l’aspect logique mais les remplacer par des labels pour l’affichage.
De plus, nous allons pouvoir utiliser les signaux de´finis pour modifier la couleur des
labels. Cette e´criture en deux couches (les rectangles pour la relation entre zones
et curseur d’une part et les labels pour l’affichage d’autre part) e´vite d’utiliser des
de´lais (le rectangle de´pend de sa couleur et la couleur de´pend du curseur et du
rectangle). Pour que les rectangles ne soient pas visibles au rendu, il suffit de mettre
a` faux l’attribut ’render.
(node rect0 (overlay-rectangle ’render #f ’position pos0))
(node rect1 (overlay-rectangle ’render #f ’position pos1))
(node rect2 (overlay-rectangle ’render #f ’position pos2))
(node rect3 (overlay-rectangle ’render #f ’position pos3))
Les labels sont place´s au-dessus des rectangles. Les couleurs de´pendent de manip0
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(node label2





(s-triple 0 1 1)
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(s-triple 0 0 0))))
6.8.5 Transformation de navigation
Pour terminer l’application, il reste a` associer une transformation au dessin. Les va-
leurs qui composent la transformation sont controˆle´es par les mouvements de la sou-
ris et les valeurs des signaux lie´s aux boutons. Ces diffe´rentes valeurs sont de´finies
de manie`re similaire a` la position de la premie`re zone (pos0). Pour cette de´finition,
nous avons utilise´ un de´lai (pos0-d). Ici, nous utilisons un nouvel ope´rateur acc. Le
signal re´sultant de´marre avec une certaine valeur (le deuxie`me argument) et utilise
le premier argument pour accumuler les valeurs du quatrie`me argument chaque fois
que le troisie`me survient. Par exemple, la rotation commence avec un angle de 0◦ et
additionne la valeur de mouse-dy a` chaque mouvement de souris (a` condition que
























6.8.6 Cloˆture du programme
Quelques modifications au programme de dessin doivent eˆtre apporte´es. La cre´ation
des lignes doit eˆtre modifie´e pour que de nouveaux points ne soient ajoute´s que si
aucun bouton n’est actif. L’affichage doit de´pendre de la transformation que nous
venons de de´finir. La transformation est e´galement utilise´e pour modifier les coor-
donne´es de la position du curseur avant de l’ajouter a` la ligne en cours (imulxp
multiplie l’inverse (le caracte`re ‘i’) d’une transformation (le ‘x’) avec un point (le
‘p’)).






(node o-lines (overlay-lines ’transform scene-transform
’lines lines))
6.9 Extensions
Bien que la bibliothe`que AEDF se re´ve`le utile dans son e´tat actuel (comme l’a montre´
le de´veloppement d’une petite application a` la section pre´ce´dente), il est possible de
l’ame´liorer conside´rablement. Cette section pre´sente trois extensions avantageuses
importantes.
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6.9.1 Threads
Comme l’a montre´ la section sur la comparaison avec FairThread, AEDF est proche
d’une librairie ou d’un langage pour la programmation multi-threads. Il serait pro-
bablement inte´ressant d’ajouter a` la bibliothe`que la possibilite´ d’e´crire des portions
de graphes sous forme de code se´quentiel qui attend et e´met des e´ve`nements (les
threads). En pratique, ces threads sont des machines a` e´tats. Pour faciliter l’e´criture
de telles machines (sauvegarder l’e´tat courant atteint au cours d’une coupe pour
reprendre a` cet endroit a` la coupe suivante), une solution e´le´gante peut eˆtre base´e
sur les continuations dans le cas de Scheme.
6.9.2 Reconfiguration dynamique
Une extension importante concerne la reconfiguration dynamique du graphe data-
flow. La possibilite´ la plus e´vidente qui e´vite de toucher au graphe durant une mise
a` jour est d’utiliser des e´ve`nements qui de´clenchent la modification du graphe dans
une coupe similaire a` une coupe de sorties (assimilable a` une partie du programme
qui permet les effets de bord). Essentiellement, le principe est d’ajouter une nouvelle
coupe dans la boucle principale. Cette coupe est associe´e a` de nouveaux types de
noeuds. Tout comme il y a des noeuds de sorties, nous aurions alors des noeuds de
reconfigurations. Ces noeuds permettraient d’ajouter, de supprimer ou de de´placer
des noeuds existants. Une telle coupe, comme une coupe de sortie, utilise l’e´tat
du graphe sans le mettre a` jour. A l’usage, ces noeuds de´pendraient probablement
plus d’e´ve`nements que de comportements car la modification du graphe repre´sente
un changement important dans l’e´tat du programme ; ce changement aurait sans
doute lieu a` des moments bien pre´cis dans le temps. De plus, maintenir un graphe
dynamique est plus lourd a` l’exe´cution qu’un graphe statique qui peut eˆtre re´e´crit
automatiquement sous une forme plus efficace.
6.9.3 Compilation
Le graphe dataflow que rec¸oit aedf:run fait immanquablement penser a` un arbre
syntaxique abstrait. Par exemple, l’expression (node a (s+ b c)) est repre´sente´e
dans la section 6.2. Cette expression est similaire dans un langage impe´ratif a` l’ex-
pression a = b + c. De meˆme, le me´canisme de mise a` jour utilise´ a` chaque coupe
consiste a` calculer d’abord les valeurs de b et c puis a` calculer celle de a. Cette mise
a` jour et le code re´sultant de la compilation de l’expression impe´rative ont un fonc-
tionnement identique. Cette simple constatation appelle donc a` compiler le graphe.
Apre`s compilation, mettre a` jour le graphe ne consiste plus a` parcourir les noeuds
et a` exe´cuter leur proce´dure de mise a` jour en leur passant les parents du noeud,
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mais simplement a` exe´cuter le code compile´.
Le graphe pourrait eˆtre analyse´ plus finement pour re´duire au maximum les cal-
culs ne´cessaires. Les portions redondantes doivent eˆtre e´limine´es. Les mises a` jour
ne doivent concerner que les noeuds affecte´s (ceux qui de´pendent des noeuds de
base modifie´s pendant la coupe courante). Une e´valuation paresseuse pourrait eˆtre
utilise´e pour ne mettre a` jour les noeuds que si leur valeur est ne´cessaire pour une
coupe de sorties (s’il n’est pas possible de le de´cider statiquement).
La compilation du graphe pourrait eˆtre e´tendue a` la re´alisation d’une boucle princi-
pale. Elle serait synthe´tise´e en fonction du graphe donne´ et ne contiendrait ensuite
que les coupes ne´cessaires (celles associe´es aux noeuds de base qui n’ont pas e´te´
juge´s inutiles dans l’e´tape de simplification).
Conclusion et perspectives
Dans ce me´moire, nous avons eu pour objectif de re´aliser des prototypes de widgets
pour la navigation dans des sce`nes virtuelles 2D et 3D pour les applications EsQUIsE
et SketSha de´veloppe´es au Lucid Group, le laboratoire de recherche du de´partement
ArGEnCo (Architecture, Ge´ologie, Environnement & Constructions) de la Faculte´
des Sciences Applique´es de l’Universite´ de Lie`ge.
Ces applications ont e´te´ cre´e´es pour fonctionner avec le Bureau Virtuel et sont uti-
lise´es par des architectes lors de la phase de conception. Le Bureau Virtuel et Es-
QUIsE doivent re´soudre des difficulte´s spe´cifiques et nouvelles que les autres so-
lutions de CAO ne maˆıtrisent pas. Ils proposent une interface intuitive pour l’ar-
chitecte en simulant un environnement de travail familier : le papier et le crayon.
Ils comple`tent le processus d’exploration graphique mene´ par le concepteur en lui
fournissant des e´valuations de performances issues des techniques d’inge´nierie du
baˆtiment ainsi que la visualisation d’un mode`le 3D. Les e´valuations et le mode`le 3D
sont ge´ne´re´s directement a` partir des croquis du concepteur.
La visualisation de mode`les en trois dimensions de baˆtiments demande de pouvoir
controˆler le point de vue de manie`re intuitive. Les techniques d’interactions em-
ploye´es doivent eˆtre adapte´es a` la taille du Bureau Virtuel et se satisfaire du stylet
comme pe´riphe´rique d’entre´e.
Nous avons de´veloppe´ des prototypes de widgets afin de re´pondre a` ces exigences
par l’usage de techniques d’interactions puise´es dans la litte´rature scientifique, telles
que les marking menus, les interfaces a` base de croisements ou le Curve Dial, pour
controˆler les ope´rations de navigation.
Les widgets ont pu eˆtre expe´rimente´s par des membres de l’e´quipe ainsi que par des
e´tudiants en architecture. Les widgets utilise´s par les e´tudiants offrent une interface
originale de´die´e au proble`me de la navigation. Il permet de controˆler aise´ment le
placement du centre de rotation et de mise a` l’e´chelle. Son exploitation sur la grande
surface du Bureau Virtuel avec un stylet partageable par un groupe de personnes est
facilite´e par un me´canisme simple d’appel. Des modifications ont e´te´ apporte´es au
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logiciel SketSha pour permettre une e´valuation syste´matique ulte´rieure des widgets.
Des widgets pour la navigation dans des sce`nes 3D ont e´te´ re´alise´s e´galement.
Nous avons souhaite´ prolonger cette recherche par la cre´ation d’une bibliothe`que
de programmation. Cette bibliothe`que pre´sente un inte´reˆt particulier a` permettre
l’e´criture rapide d’applications interactives. Nous l’employons a` la cre´ation d’une
application simple de dessin qui utilise une variante des widgets de navigation.
Cette bibliothe`que exploite le principe d’une e´valuation dataflow. Les programmes
e´crits avec cette bibliothe`que sont courts et simple a` comprendre. Ils expriment
de fac¸on concise le comportement attendu de l’application (ou du widget). Cette
bibliothe`que est donc un terrain ide´al pour concevoir et expe´rimenter a` l’avenir la
cre´ation de nouveaux types de widgets.
Dans le dernier chapitre, nous de´gageons trois extensions pour la bibliothe`que da-
taflow qui nous ont paru importantes a` imple´menter : le multi-threading, la recon-
figuration dynamique et la compilation du graphe dataflow.
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Annexe
Dans la section 6.8, page 81, une application de dessin simple a e´te´ e´crite. Le code
complet de cette application est repris ici.
; 4 buttons menu, buttons numbered from 0 to 3.
; 0 lets the user move the menu around.
; 1 lets the user activate the ’translate’ operation
; 2 lets the user activate the ’rotate’ operation
; 3 lets the user activate the ’scale’ operation
;
; is manip0 #t at the previous slice ?
(node manip0-d (s-delay manip0))
; position of the first button. can be done with s-acc
; instead of s-delay.
(node pos0-d (s-delay pos0))
(node pos0 (s-if (s-and manip0-d at-mouse-move)
(s-cons (s+ (s-car pos0-d) mouse-dx)
(s+ (s-cdr pos0-d) mouse-dy))
pos0-d))
; because there is a cycle, pos0’s value can’t be initialized
; automatically and thus it should be done explicitely.
(signal-value-set! pos0 (cons 10 10))
; positions of the operation buttons.
(node pos1 (s-cons (s-car pos0) (s+ (s-cdr pos0) 30)))
(node pos2 (s-cons (s-car pos0) (s+ (s-cdr pos0) 60)))
(node pos3 (s-cons (s-car pos0) (s+ (s-cdr pos0) 90)))
; rectangles of the buttons for ’picking’.
(node rect0 (overlay-rectangle ’render #f ’position pos0))
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(node rect1 (overlay-rectangle ’render #f ’position pos1))
(node rect2 (overlay-rectangle ’render #f ’position pos2))
(node rect3 (overlay-rectangle ’render #f ’position pos3))
; at-press* events -- when the user presses in a button













; boolean signal : #t from a press in rect0 then #f when
; release anywhere.
(node manip0 (s-toggle2 at-press0 at-lmb-release))
; at-press* event -- when the user presses any
; operation-related button.
(node at-press-op
(s-or (s-or at-press1 at-press2)
at-press3))
; is the button activated ?
(node active1-d (s-delay active1))
(node active1 (s-toggle (s-or at-press1
(s-and active1-d at-press-op))))
(node active2-d (s-delay active2))
(node active2 (s-toggle (s-or at-press2
(s-and active2-d at-press-op))))
(node active3-d (s-delay active3))
(node active3 (s-toggle (s-or at-press3
(s-and active3-d at-press-op))))





; labels, i.e. button graphical representations (displayed
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(node o-lines (overlay-lines ’transform scene-transform
’lines lines))
