This study is motivated by a process-reengineering problem in PC manufacturing, i.e., to move from a build-to-stock operation that is centered around end-product (machine type model) inventory, towards a configure-to-order (CTO) operation that eliminates end-product inventory -in fact, CTO has made irrelevant the whole notion of pre-configured machine types -and focuses instead on maintaining the right amount of inventory at the components. Indeed, CTO appears to be the ideal operational model that provides both mass customization and a quick response time to order fulfillment. To quantify the inventory-service tradeoff in the CTO environment, we develop a nonlinear optimization model with multiple constraints, reflecting the service levels offered to different market segments. To solve the optimization problem, we develop an exact algorithm for the important case of demand in each market segment having (at least) one unique component, and a greedy heuristic for the non-unique component case. Furthermore, we show how to use sensitivity analysis, along with simulation, to fine-tune the solutions. The performance of the model and the solution approach is examined by extensive numerical studies on realistic problem data. We also demonstrate that the model can generate considerable new insights into the key benefits of the CTO operation, in particular the impact of risk pooling and improved forecast accuracy.
Introduction
A configure-to-order (CTO) system is a hybrid of make-to-stock and make-to-order operations: a set of components (subassemblies) are built to stock whereas the end products are assembled to order. This hybrid model is most suitable in an environment where the time it takes to assemble the end product is negligible, while the production/replenishment leadtime for each component is much more substantial.
The manufacturing process of personal computers (PC's) is a good example of such an environment.
By keeping inventory at the component level, customer orders can be filled quickly. On the other hand, postponing the final assembly until order arrival provides a high level of flexibility in terms of product variety, and also achieves resource pooling in terms of maximizing the usage of component inventory.
Therefore, the CTO system appears to be an ideal business process model that provides both mass customization and a quick response time to order fulfillment. Such a hybrid model is often referred to as an assemble-to-order (ATO) system in the research literature (e.g. [6, 12] ). In an ATO system, usually there is a pre-configured set of end-product types from which customers must choose. In contrast, a CTO system takes the ATO concept one step further, in allowing each customer to configure a product in terms of selecting a personalized set of components that go into the product. Aside from some consistency check on the product so configured, there is no "menu" of product types that limits the customer's choice.
Our study reported here is part of a larger project that aims at helping IBM's Personal Systems Group (PSG) to migrate from its existing operation to a CTO system. The PC manufacturing at PSG is traditionally a build-to-plan (or build-to-forecast) process, a process that is internally referred to as the MTM ("machine-type model") operation. There is a set of end products, or MTM's. Demand forecasts over a future planning horizon are generated for each MTM, and updated periodically for each planning cycle (typically, a weekly cycle). An MRP-type ("material requirements planning") of explosion technique is then used to determine the requirements for the components over the planning horizon based on the bill-of-materials (BOM) structure of each end product. Because of the random variation involved in demand forecasts, safety stock is usually kept for each end product between the channel partners and IBM in order to meet a desirable customer service level. However, holding finished goods inventory for any length of time is very costly in the PC business, where product life cycle is measured in months and price reduction takes place almost every other week.
To move from this business process to a web-based CTO operation (in particular, customer orders will be taken from the internet), the finished-goods inventory will be eliminated, and the emphasis will be shifted to the components, or "building blocks" (BB). Because of their long leadtimes, the BB's will be powered off a forecast and executed off a replenishment process. The focus of our study is on the inventory-service trade-off of the new system, and on the performance gains, in terms of reduced inventory cost and increased service level. There are other benefits as well: The CTO operation can achieve better forecast accuracy through demand aggregation. Customer demand is expected to increase, as orders will no longer be confined within a restricted set of pre-configured MTM's. The optimization model we develop below provides an analytical tool to quantify these performance impacts.
A brief review of related literature for the ATO system is in order. Song [11] and Song et al. [12] focus on developing exact and approximate performance evaluation procedures that are computationally efficient. Glasserman and Wang [6] study the leadtime-inventory tradeoff using a large deviations approach, and derive a linear relationship between leadtime and inventory in the limiting sense of high fill rates. Wang [15] further applies this asymptotic result in an optimization problem to minimize average inventory holding cost with a constraint on the order fill-rate. Swaminathan and Tayur [14] use stochastic programming models to study three different strategies at the assembly stage: utilizing component commonality, postponement (the "vanilla box approach"), and integrating assembly task design and operations. Other related recent works, not necessarily in the ATO setting, include Aviv and Federgruen [1] , Garg and Lee [5] , Li [8] , Mahajan and van Ryzin [9] , and Zipkin [16] .
Whereas most studies in the literature focus on certain segments of the supply chain, modeled as simple stand-alone queues, the recent work of Ettl et al. [4] aims at modeling large-scale, end-to-end enterprise supply chains, such as those in the PC industry. In contrast, the model we develop in this paper is simpler in the network configuration -there are only two levels of BOM: the components and the end products; but more demanding in service requirement -the fill rate of each product is essentially the off-the-shelf availability of all its components. To deal with this more stringent service requirement, we use a lower bound as a surrogate for the analytically intractable fill rate. This treatment is essentially in the same spirit as the approach in [3, 12, 13] . The novelty of our approach here is to exploit the simpler BOM structure to come up with algorithms that solve the optimization problem in a more efficient manner than the gradient search in [4] .
The rest of the paper is organized as follows. In the next three sections we present details of our model: the given data required as input to the model (Ü2), the base-stock control policy that we focus on (Ü3), the modeling of the customer service requirement (Ü4). The optimization problem and the algorithms that solve the problem are presented in Ü5. These are followed by Ü6, where the performance of the model and the solution technique is examined in detail. The effect of risk pooling and the comparison between CTO and ATO are also studied. Brief concluding remarks are presented in Ü7.
The Model and Given Data
We consider a hybrid model, by which each end product is assembled to order from a set of components, which, in turn, are built to stock. In other words, no finished goods inventory is kept for any end product, whereas each component ("building block") has its own inventory, replenished from a supplier following a base-stock policy.
Each component inventory is indexed by , ¾ Ë, where Ë denotes the set of all components.
Associated with each component is a "store," where the inventory is kept.
In the CTO environment, there is no pre-specified product "menu"; in principle, every order can require a distinct set of components. Let Å denote the set of product/demand families that use the same set of components. For instance, Å low-end machines, high-end machines, servers ; or Å individuals, small business, corporations . (Also, refer to Figure 1 for a numerical example considered in Ü6.)
Time is discrete, indexed by Ø, with each time unit called a period. Let Ñ´Ø µ denote the demand associated with product family Ñ in period Ø. Each order of type Ñ requires a random number of units from component , denoted as Ñ , which takes on non-negative integer values. Denote: 
and
The variance calculation above assumes the independence of the demands across product families. If these are correlated, the above derivation can be modified without essential difficulties by incorporating the covariance terms. Also note that in applying Wald's identity to (1) certain dependence between Ñ and Ñ is allowed.
Base-Stock Control
As mentioned earlier, each store follows a base-stock policy. Let Ê ´Øµ denote the base-stock level at store in period Ø. Let Á ´Øµ and ´Øµ denote the inventory and backorder levels in period Ø. A combination of standard inventory theory (e.g., [16] ) and queueing analysis ( [4] (8) with denoting the standard normal variate, and¨denoting, respectively, the density function and the distribution function of , and ¨´Üµ ½ ¨´Üµ. A related function is:
We can then derive:
To facilitate implementation, it is often desirable to translate Ê ´Øµ into "days-of-supply" (DOS), or more precisely, periods of supply. To do so, note that the part of Ê ´Øµ simply translates into Note the intuitively appealing form of (13) , in particular the safety-stock (or rather, safety time) part, which is equal to the product of the safety factor and the coefficient of variation (i.e., the ratio of standard deviation to mean) of the component demand over the (in-bound) leadtime.
Next, suppose demand is stationary, i.e., for each product family Ñ, Ñ´Ø µ is invariant in distribution over time. Then, (4) and (5) reduce to the following (omitting the time arguments):
We can then write
and hence,
where sd is the coefficient of variation of the demand per period for component .
(Hence Õ Ò is the coefficient of variation of the demand over the leadtime Ò , which is consistent with the general formula in (13) .)
Sometimes it is more appropriate to adjust the demand distribution to account for non-negativity. From (6), (15) and (16), it is clear that to identify the base-stock policy is tantamount to specifying the safety factor for each component inventory. In the following sections, we discuss how to set the safety factor values so as to achieve the best inventory-service performance as specified in the optimization problems below.
For ease of exposition, we shall focus on stationary demand. For non-stationary demand, we can simply solve the optimization problems below period by period.
Service Requirement

Off-the-Shelf Availability
To start with, consider the special case of each order of type Ñ requires exactly one unit of component ¾ Ë Ñ . Let « be the required service level, defined here as the immediate (i.e., off-the-shelf) availability of all the components required to assemble a unit of type Ñ product, for any Ñ. Let denote the event that component is out of stock. Then, we require
Making use of the well-known inclusion-exclusion formula (e.g., [10] ):
where the indices on the right hand side all belong to Ë Ñ , we have, as an approximation,
There is another way to arrive at the above inequality. Suppose we express the service requirement as follows:
Note that the left hand side in (20) is, in fact, a lower bound of the availability (no-stockout probability)
of the set of components in Ë Ñ that is required to assemble the end product Ñ, i.e., it is a lower bound of the desired immediate availability. This claim (of a lower bound) can be argued by using stochastic comparison techniques involving the notion of association. (Refer to, e.g., [10] for background materials.) Intuitively, since the component inventories are driven by a common demand stream Ñ´Ø µ , and hence positively correlated, the chance of missing one or several components must be less than when the component inventories are independent, which is what is assumed by the product on the left hand side of (20).
combining the above and (20), we arrive at the same inequality in (19).
In the general setting, consider demand of product family Ñ. Let Ë Ñ denote a certain configuration, which occurs in this demand stream with probability P´ µ. Then the no-stockout probability, É ¾ ¨´ µ, should be weighted by P´ µ. Hence, the service requirement in (20) should be changed to
the service requirement in (19) can be extended to the following:
where Ö Ñ follows (22).
Note that when the batch size Ñ is large, the stockout at component should occur more often than ¨´ µ [cf. (12)]. To see this, first consider the case of unit (demand) arrivals, i.e., Ñ ½. Then, the stockout probability is P Ê , or P · ½ Ê . In the general case of batch arrivals, the stockout probability is
which is larger than ¨´ µ. But this gap should be insignificant, since Ñ Ñ where , with and following (14); and the batch size of an incoming demand is usually orders of magnitude smaller when compared against , which is the mean of demand summed over all product types Ñ ¾ Å and over the leadtime. (Large-size orders will likely be processed via separate contracts/channels, rather than in a CTO environment.) Hence, below we shall simply use ¨´ µ as the stockout probability. Also note that this underestimation of the stockout probability is compensated by the overestimation involved in (20), since the latter is a lower bound of the no-stockout probability.
Response-Time Serviceability
We now relate the immediate availability discussed above to another type of customer service requirement, which is expressed in terms of order response time, Ï Ñ -the delay (waiting time) between the time the order is placed and the time it is received by the customer.
Suppose the required service level of type Ñ demand is:
where Û Ñ and « are parameters that specify the given requirement, e.g., fulfill the order within Û Ñ days with « ± probability.
We have the following two cases:
(i) When there is no stockout at any component ¾ Ë Ñ -denoting the associated probability as ¼Ñ´Ø µ, the delay is simply Ä ÓÙØ Ñ , the out-bound leadtime.
(ii) Suppose there is a stockout at a component ¾ Ë Ñ . Denote the associated probability as Ñ´Ø µ.
Then, the delay becomes Ä ÓÙØ Ñ · , where is the additional delay before the stocked-out component becomes available.
Hence, we can write
Note that in the approximation above, we have ignored the probability of two or more components stocking out at the same time.
In most applications, it is reasonable to assume Ä ÓÙØ Ñ Û Ñ . For instance, this is the case when the outbound leadtime Ä ÓÙØ Ñ is nearly deterministic, and the delay limit Û Ñ is set to be "safely" larger than Ä ÓÙØ Ñ .
On the other hand, , which is quite intractable, can be approximated as follows (refer to [4] , eqn (7)):
Note that the following holds:
for moderately large Ü (e.g., Ü ¿). Hence, making use of the above, along with (15), we have
The above allows us to set Û Ñ such that Û Ñ Ä ÓÙØ · , for all ¾ Ë Ñ , then the response-time serviceability in (25) can be met at almost 100% (i.e., modulo the approximation involved in estimating ). In other words, aiming for a high immediate availability (say, 95%) will enable us to set a reasonable response-time target (Û Ñ ) and to achieve a near-100% service level.
Inventory-Service Optimization
Our objective is to minimize the expected inventory cost, subject to meeting the service requirement for each product family as expressed in (23). The problem can be presented as follows:
where Ö Ñ is the probability defined in (22), is the unit cost of the on-hand inventory of component , and « Ñ ½ « Ñ with « Ñ being the required service level for product family Ñ. Recall that À´ µ is the expected on-hand inventory of component ; refer to (10) , and follows the specification in (14) .
To solve the above optimization problem, we first rewrite the constraints as follows:
The optimization problem then becomes:
Several remarks are in order:
(i) Note that À´¡µ is an increasing and convex function, as evident from the first equality in (9), whilë´¡ µ is an increasing function.
(ii) For any two product types, Ñ and Ñ ¼ , if Ë Ñ ¼ Ë Ñ , and Ö Ñ ¼ Ö Ñ for ¾ Ë Ñ ¼ , then the constraint corresponding to Ñ ¼ becomes superfluous. We assume in the above formulation, all such superfluous constraints have already been removed through preprocessing.
(iii) Suppose a product family Ñ involves a unique component, denoted Ñ , i.e., Ñ ¾ Ë Ñ ¼ when Ñ ¼ Ñ. Then, the corresponding constraint must be binding. For otherwise, we can always decrease the value of Ñ until the constraint becomes binding, without affecting the other constraints, while decreasing the objective value (since À´¡µ is an increasing function as explained in (i)).
The Lagrangian corresponding to the above optimization problem is:
where Ñ ¼, Ñ ¾ Å , are the Lagrangian multipliers. Hence, taking derivatives and setting them to zero, taking into account
we obtain the following system of non-linear equations that characterizes the optimal solution:
Unique Components
While solving the above system of non-linear equations is quite intractable in general, in the following important case, we do have an efficient algorithm that solves the non-linear equations and generate the optimal solution.
Suppose every product family Ñ uses a unique component Ñ that is not used in any other product families. Then, as pointed out in the above Remark (iii), all the constraints in (28) must be binding; i.e., the equations in (32) holds for all Ñ ¾ Å , since all the Lagrangian multipliers are positive.
Focusing on the unique components in (31), 
To close this loop, we still have to derive the variables Ñ that correspond to the unique components.
But these are readily derived from the equations in (32), each involving exactly one such variable, all the other variables corresponding to the non-unique components have already been derived.
In particular, direct verification establishes that¨´ µ ´ µ is increasing in . Hence, we know the variables corresponding to the non-unique components,´ µ ¾Ë Ñ , are increasing in those of the unique components,´ Ñ µ Ñ¾Å . Hence, denoting Ý Ñ ¨´ Ñ µ and Ý ´Ý Ñ µ Ñ¾Å , we can write (32) as
where Ñ ´Ýµ are increasing functions. Therefore, we can solve this system of equations using a bisection-like algorithm detailed below. While the above algorithm is guaranteed to converge, thanks to the bisection procedure, it may not converge to the optimal solution. This can happen when, at convergence, the left hand sides of (35) are not all equal to 1. This has been observed in our numerical studies, but the gap to optimality is negligible.
On the other hand, convergence to the optimal solution is guaranteed if for each Ñ, the increase or decrease in the left hand side of (35) is dominated by the first term, i.e., a increase (resp. decrease) in 
A Greedy Heuristic
Although unique components is a prevailing case in CTO, it is still useful to examine the case when there is not necessarily a unique component in every product family. This will become useful specially for the ATO system, where there is a set or pre-configured end-products. We can treat the ATO system as a special case of the CTO by modeling each end-product as a customer segment. But then, it is not likely that each end-product will have a unique component. (Refer to the example in Ü6.3.)
Without the unique components, the main difficulty in solving the optimization problem in (27) and (28), has to do with the combinatorial nature of the equations in (32): we have to consider all possibilities of the Lagrangian multipliers being zero or positive. Hence, we propose a greedy heuristic as follows. We gradually increase the left hand side of all the constraints to 1; at each step, we identify a variable such that incrementing its value will yield the largest decrease in the objective value. 
specifies how much Ü can be increased (without exceeding the current value of the constraint AE). Since AE is a small increment, we can approximate the above difference by the derivative (refer to (30)),
To summarize, here is the algorithm: 
Go to 2.
Sensitivity and Inventory-Service Tradeoff
As is well-known, the Lagrangian multipliers in the optimization model discussed above have the interpretation of "shadow prices." Specifically, suppose the right hand side of (28) is changed from 1 to ½ ¯, where¯is a small positive quantity. Then, the change in the objective value, around optimality, is approximately ¯È Ñ¾Å Ñ ; and this is evident from (29).
On the other hand, from the formulation of the optimization problem, we can verify that the change of the right hand side of (28) from 1 to ½ ¯corresponds to increasing « Ñ (the no-fill rate) by an amount´ ¾ËÑ Ö Ñ « Ñ µ Hence, the Lagrangian multipliers returned by the algorithms developed earlier can be used to conduct sensitivity analysis. Specifically, we know that a reduction of the total inventory cost by an amount can be achieved by reducing the service requirement of product family Ñ, provided
Ñ . This sensitivity analysis can also be used in another way. Since, the service level used in the optimization problem is a lower bound of the true value, the optimal solution is conservative, in that it returns a service level that is higher than what is required. Our numerical experience shows this typically results in an objective value that is 10-15% higher (than if the true service levels were used). Therefore, after solving the optimization problem, we can use the above sensitivity analysis to find the reductions on the « Ñ values (required service levels) that correspond to reducing the objective value by say, 10%; and then re-solve the optimization problem using the reduced « Ñ values. (Refer to the discussions on the results in Tables 4 and 5 of the next section.)
Numerical Results
For our numerical studies, we consider a family of desktop computers which are assembled from a set of 12 different components ½ ¾ ½¾ as illustrated in Figure 1 .
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All components used in the assembly of an end product are purchased from external suppliers.
The supplier lead times are deterministic with ´Ä Ò µ time units, which represent the time required to manufacture the component and ship it from a supplier warehouse to the PC assembly plant. The lead times, unit costs and demand configurations are summarized in Table 1 . These are based on actual data from a PC assembly system, with the necessary alterations to protect proprietary information. The modified values, however, still provide a realistic product representation. As the final assembly process for end products takes no more than a few hours, which is an order-of-magnitude shorter than the component lead time, the system fits well within the framework discussed in Ü4. Table 1 : Bill-of-materials structure for example configure-to-order system.
We consider ¿ customer segments, i.e., Ñ ½ ¾ ¿, representing low-end, mid-end and high-end demands, respectively. Orders for end products differ by customer segment, in terms of the possible selection of components that constitute the end product. We assume that each order requires no more than one unit from component . The random variables Ñ defined in Ü2 thus take on values of zero or one. The marginal distribution of Ñ is displayed in the last three columns of Table 1 Notice that end products from any given customer segment use a motherboard that is unique to that customer segment. Therefore, we can use the algorithm described in Ü5.1 to compute the optimal base-stock policies.
Validation of the Analytical Model
Here we examine two aspects of the analytical model developed in the previous sections, the solution algorithm (of Ü5.1), and the lower bound (for the fill rate) involved in the service-level constraints.
For the first issue, recall the bisection procedure is guaranteed to converge, but it may converge to a sub-optimal solution. More specifically, the convergent point (solution) is optimal if and only if all the service constraints are binding. Hence, in Table 2 1, we present the solutions for two different demand scenarios (in terms of the coefficients of variation), and several different levels of required service, ranging from 80% to 98% (but uniform across customer segments). The column labeled « £ analy reports the fill rates corresponding to the solution returned by the algorithm, with the objective values reported in the column labeled Þ £ analy . There are three solutions in each demand scenario that are sub-optimal, reflected by the gaps between « and « £ analy For each of these solutions, we perform a random search of 5,000,000 points around the neighborhood of the point that the bisection procedure converges to, and report under Þ £ search the best objective value among all the feasible points. We can see that the objective values match very well.
In particular, in the two cases where the algorithm over-achieves the require service level, the objective value is only slightly above the best value returned by the search procedure. Table 2 : Quality of the algorithm: identical service target for all customer segments. To address the second issue, the quality of involving the lower bound on the fill rate (off-the-shelf availability) in the service constraints, for every combination of the service requirements listed in Table 3 : Quality of the algorithm: different service targets for different customer segments.
3, we determine the "true" fill rate for each customer segment by using simulation to evaluate the solution generated by the analytical method. (The simulation point estimates are obtained by the batch-mean method, dividing every run into 10 batches of 5,000 arrivals per customer segment.) Clearly, the analytical values, being a lower bound of the true fill rate, underestimate the achieved service level (i.e., over-achieve the service requirements).
Overall, however, the analytical curves track the simulated curves quite closely, and the gap decreases as the service requirement increases.
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Next, we continue examining the second issue raised above, but from a different angle: Since the lower bounds involved in the service constraints over-achieve the service requirements, what is the true optimal solution that exactly meets the service requirements? To study this, we first apply simulation to the cases in Table 2 , and report the results in Table 4 , where the column under « £ analy lists the actual (i.e., simulated) service levels achieved by the analytical solutions, and the column under Þ £ analy lists the corresponding objective values (which are the same as in Table 2 ). Next, we use the sensitivity analysis in Ü5.3, combined with simulation, to search for the best solution that exactly meets the service requirements (as verified by simulation). Specifically, we gradually decrease the service requirements in the optimization model (i.e., the « Ñ values), using the sensitivity analysis as a guideline; solve the new optimization problem, and then use simulation to find the achieved service levels. This procedure is repeated until the analytical solution returns a set of simulated service levels that are within a predefined tolerance of the original service requirements. Furthermore, when this procedure terminates, we generate 10,000 more points randomly around the neighborhood of the identified solution. The best solution found in this procedure (i.e., the one with the lowest expected inventory cost) is reported under the columns labelled « £ search and Þ £ search . The relative difference between Þ £ analy and Þ £ search is reported in the column labelled ¡ Þ . We applied the same study to the cases in Table 3 , with the results summarized in Table 5 . Table 4 : Comparisons between the analytical and the search solutions: identical service target for all customer segments.
As the numbers in the two Tables 4 and 5 illustrate, the objective values corresponding to the analytical solution are about 8-15% sub-optimal, due to the lower bounds used in the service constraints. In practice, the analytical method can be used to quickly generate a starting solution. It can also be combined with with simulation and sensitivity analysis, as outlined above, to fine-tune the starting solution until optimality.
Effect of Risk-Pooling
In the examples presented above, the inventory of each common component forms a common buffers from which the demand in all customer segments can draw upon (if the component is needed [7] ).
To understand how risk-pooling influences the performance of a CTO system, we compare some examples studied above with their no risk-pooling counterparts. Specifically, we consider the cases in Table 4 , with the coefficient of variation of demand being 0.5. For the no risk-pooling scenario, we apply the optimization to each customer segment separately, and then sum up the expected inventory costs over all three customer segments. The comparison against the risk-pooling results are plotted in Figure 5 .
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In the figure, the service levels are the actually realized values obtained by simulating the analytical solutions. We observe that risk-pooling results in a significant reduction of inventory investment: For the same service target, the expected inventory cost is 20-25% lower with risk-pooling, with the largest gap appearing at the high end: 25.8%. when « ¼ . Our other experiments indicate that the gap also increases with demand variability. For instance, when the coefficient of variation of demand is reduced from 0.5 to 0.25, the relative difference at a service target of 0.98 is 18.4%. in (16)) for both risk-pooling and no risk-pooling. As expected, risk-pooling requires a lower days-ofsupply value. Further, the amount of safety stock needed tends to be lower when the commonality of a component is higher. For example, the 128MB memory card, which is used in all customer segments, requires 2.4 days-of-supply, whereas the Ethernet card, which is used in the high-end and mid-end segments, only requires 3.4 days-of-supply.
Comparison between CTO and ATO
As we mentioned in the introductory section, ATO differs from CTO in that it has a set of pre-configured end-products for customers to choose from. Conceptually, we can treat ATO as a special case of CTO, by letting each end-product represent a customer segment, associated with a degenerate distribution of Ñ (i.e., with probability one for the designated configuration).
Hence, it would appear tempting to conclude that ATO can achieve the same level of service targets at a lower inventory costs. After all, ATO supports a smaller variety of product types, and it does not have the additional demand variation as CTO at the configuration level (i.e., those associted with Ñ ). This argument, however, has ignored an important fact: In a CTO system, demand forecast is performed on customer segments, whereas in an ATO system demand forecast is done by end-product types. And it is widely known in industry that forecast by customer segments is generally more accurate, in terms of a smaller forecast error (typically measured by the coefficient of variation of the demand).
Therefore, in order to make a sensible comparison between the two systems, we need to first specify the relationship between their associated demand forecast errors.
Let CTO denote the demand per time unit of a product family (or customer segment) in the CTO system. Let ATO denote the demand for a pre-configured end-product in the ATO system. Let also be a member of the product family in the CTO system. Then, to make a fair comparison between the two systems, it is reasonable to assume the following relations: 
The above condition must hold in most cases. Exceptions will have to be some very special case in which CTO has zero or negligible forecast errors. The above also holds when the leadtime is random (just apply conditioning on the leadtime).
We use the above formalism to compare a CTO system with a corresponding ATO system. The CTO system is taken from the scenario of demand with a coefficient of variation of 0.5 in In Figure 6 , we report the expected safety stock in days-of-supply, and the service levels, both from the analytical model. To ensure a fair comparison, we use the greedy heuristic described in Ü5.2 to generate the solutions to both systems, since the ATO system does not have unique-components. (In this case, the solution generated by the heuristic for the CTO system is virtually identical to the optimal solution generated by the algorithm in Ü5.1.) We then simulate the actual service levels achieved by the analytical solutions, for both systems, and the results are reported in Figure 7 . In both figures, the CTO system is superior to the ATO system, in terms of a better inventory-service tradeoff: at the same service level, it results in a lower inventory cost. (Note that the gap between the two systems is in fact wider in the simulated curves in Figure 7 .) The key to this result is the lower component variability in the CTO system as explained in the inequality in (39).
Concluding Remarks
We have developed an analytical model for the configure-to-order operation, which has become an important new business model in Internet commerce. We use the model to study the optimal inventoryservice tradeoff, formulated as a nonlinear programming problem with a set of constraints reflecting the service levels offered to different market segments. To solve the optimization problem, we have developed an exact algorithm for the important case of demand in each market segment having a unique component, and a greedy heuristic for the non-unique component case. We have also shown how to use the sensitivity analysis, along with simulation, to fine-tune the solutions. On the qualitative side, we have highlighted several new insights to some of the key benefits of the CTO operation, in terms of risk pooling and improved forecast accuracy.
As mentioned in the Introduction, our study was part of a larger project aimed at the reengineering of IBM/PSG's business process. Specifically, we have applied our model to study three factors, in terms of their impact on reducing inventory capital and enhancing customer service: (i) manufacturing strategythe machine-type-model based operation versus the building-block based operation, (ii) the accuracy of demand forecast at the end-product (machine configurations) level versus at the market segment level;
(iii) the effect of mass customization as a result of direct sales over the Internet. Details of the study will be reported elsewhere. no risk pooling risk pooling configure-to-order assemble-to-order 
