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Resumo
As aplicac¸o˜es na Web esta˜o cada vez mais sendo utilizadas por organizac¸o˜es e em-
presas com o objetivo de vender bens e servic¸os ou prestar informac¸o˜es de interesse
pu´blico para a sociedade. Nos u´ltimos anos, o surgimento de novas tecnologias para a
programac¸a˜o dessas aplicac¸o˜es proporcionou um significativo incremento em suas funci-
onalidades e possibilidades, permitindo uma interac¸a˜o maior com seus utilizadores bem
como uma experieˆncia de uso mais agrada´vel.
Entretanto, a seguranc¸a no uso dessas aplicac¸o˜es e´ baseada na confianc¸a que um uti-
lizador deve ter nos servidores web que hospedam a aplicac¸a˜o, considerando que os mes-
mos na˜o esta˜o alterando o conteu´do dos dados da aplicac¸a˜o, enviando conteu´do malicioso
com o objetivo de instalar malware em seu computador pessoal, roubar-lhe informac¸o˜es
pessoais ou quaisquer outras pretenso˜es maliciosas. Adicionalmente, os utilizadores da
aplicac¸a˜o web na˜o teˆm a garantia de que um servidor web na˜o possa utilizar suas creden-
ciais de autenticac¸a˜o para obter e/ou alterar dados armazenados em uma base de dados da
qual o mesmo faz uso.
O presente trabalho tem por objetivo desenvolver e avaliar um framework de programac¸a˜o
de aplicac¸o˜es web que permita a interac¸a˜o com um conjunto de servidores web na˜o
confia´veis garantindo uma interac¸a˜o segura com uma base de dados.
Para tal, o framework foi desenvolvido utilizando a tecnologia AJAX (Asynchronous
JavaScript and XML), de forma a permitir que o navegador do utilizador possa verificar a
integridade e autenticidade dos dados da aplicac¸a˜o web, bem como realizar a mudanc¸a de
servidor web de forma transparente, ta˜o logo receba conteu´do malicioso de um servidor
ou a comunicac¸a˜o com o mesmo ultrapasse um limite de tempo pre´-definido. Adicional-
mente, uma aplicac¸a˜o web sera´ implementada utilizando tal framework e avaliada quanto
a sua fiabilidade e desempenho.
Palavras-chave: Aplicac¸o˜es na Web, AJAX, Seguranc¸a Informa´tica, Servidores Web
Na˜o Confia´veis, Computac¸a˜o nas Nuvens
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Abstract
Web applications are increasingly being used by organizations and companies in order
to sell goods and services or provide public information to society. In recent years, the
emergence of new technologies for programming web applications resulted in a signifi-
cant increase in their functionality and possibilities, allowing greater interaction with its
users and a more enjoyable user experience.
However, the security of such applications is based on the trust that a user must have
in the web servers that host the application, considering that they are not changing the
content of the data to be displayed to the users, sending malicious content, in order to
install malware on your personal computer, steal personal information or any other mali-
cious intentions. Additionally, users of the web application does not have a guarantee that
a web server can not use their authentication credentials to obtain and / or modify data
stored in a database from which it makes use.
The purpose of this study is to develop a framework for programming web applica-
tions allowing the handling of a set of untrusted web servers ensuring a secure interaction
with the application database.
To this end, the framework was developed using AJAX technology (Asynchronous
JavaScript and XML), to allow the user’s browser verify the authenticity and integrity of
web application and switch web server transparently, so soon receive corrupted content
from a malicious server or the communication exceeds a timeout. Additionally, a web
application was implemented using this framework and evaluated in terms of reliability
and performance.
Keywords: Web applications, AJAX, Security, Untrusted Web Servers, Cloud Computer.
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Capı´tulo 1
Introduc¸a˜o
As aplicac¸o˜es web esta˜o atualmente sendo utilizadas para uma grande variedade de ati-
vidades: correio eletroˆnico, redes sociais, come´rcio eletroˆnico, prestac¸a˜o de servic¸os
pu´blicos, gesta˜o financeira, dentre outras. Entretanto, a seguranc¸a do uso dessas aplicac¸o˜es
baseia-se na confianc¸a que os utilizadores teˆm nos servidores web que hospedam a refe-
rida aplicac¸a˜o. Uma vez que existam vulnerabilidades na aplicac¸a˜o ou na sua arquitetura
que possam comprometer a integridade e/ou a autenticidade da mesma, ou ate´ mesmo que,
inadvertidamente, tais servidores passem a se comportar de maneira maliciosa com o ob-
jetivo de roubar informac¸o˜es de seus utilizadores ou ate´ mesmo comprometer a imagem
da organizac¸a˜o proprieta´ria da aplicac¸a˜o, tal relac¸a˜o de confianc¸a passa a estar compro-
metida.
Algumas pesquisas foram desenvolvidas no sentido de minimizar esses problemas,
com o desenvolvimento de ferramentas e te´cnicas que permitem a detecc¸a˜o e a remoc¸a˜o
de vulnerabilidades que possam comprometer a seguranc¸a da aplicac¸a˜o ou a protec¸a˜o
contra ataques aos servidores que hospedam a aplicac¸a˜o.
Basicamente, as abordagens para a soluc¸a˜o do problema podem ser divididas em duas
vertentes: mudanc¸as arquiteturais no lado dos servidores (web ou base de dados) para
pre´-processamento de co´digo ([27, 10, 14]); e modificac¸a˜o de navegadores (extenso˜es)
para assegurar o uso da aplicac¸a˜o web de uma forma mais segura ([29, 12, 31]).
Enquanto a primeira abordagem, baseada em alterac¸o˜es no lado dos servidores, traz
como principais desvantagens a difı´cil implantac¸a˜o e o inevita´vel incremento na lateˆncia
do servic¸o, a segunda abordagem, baseada em alterac¸o˜es no lado do cliente, traz como
principais desvantagens a necessidade da aprovac¸a˜o do utilizador para instalac¸a˜o de ex-
tenso˜es e as constantes modificac¸o˜es necessa´rias nas extenso˜es desenvolvidas para se
manter a compatibilidade da mesma com novas verso˜es dos navegadores.
O presente trabalho tem por objetivo apresentar o TRIALs (Trusted Rich Internet Ap-
plication Layers), um framework de programac¸a˜o de aplicac¸o˜es web que permite o trata-
mento de um conjunto de servidores, maliciosos ou na˜o, com o objetivo de garantir uma
interac¸a˜o segura com uma base de dados, preservando a seguranc¸a dos dados da aplicac¸a˜o
1
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web. Este framework possibilita que o navegador do utilizador de uma aplicac¸a˜o web
possa verificar a integridade e autenticidade dos dados recebidos de um servidor web, bem
como realizar a troca de servidor web de forma transparente para o utilizador, ta˜o logo o
servidor web seja considerado malicioso ou seu tempo de resposta ultrapasse um limite
pre´-determinado. Esta u´ltima caracterı´stica permitira´ o desenvolvimento de aplicac¸o˜es
web que, na˜o so´ detectem a presenc¸a de servidores web faltosos (maliciosos ou na˜o),
como tambe´m as tornem tolerante a tais tipos de faltas.
1.1 Motivac¸a˜o
Grande parte das aplicac¸o˜es web disponı´veis atualmente utiliza uma arquitetura em que
o co´digo da aplicac¸a˜o encontra-se hospedado em um servidor web localizado em algum
lugar na internet, acedido por meio de requisic¸o˜es HTTP (Hypertext Transfer Protocol)
atrave´s de navegadores web nos computadores dos utilizadores. Geralmente, a aplicac¸a˜o
web faz uso ainda de servidores de base de dados, dispostos em um ambiente com um
maior nı´vel de seguranc¸a e responsa´veis pela persisteˆncia dos dados da aplicac¸a˜o. Neste
modelo cla´ssico, os navegadores web dos utilizadores da aplicac¸a˜o costumam desempe-
nhar um pequeno papel no processamento e seguranc¸a da aplicac¸a˜o, limitando-se mui-
tas vezes a realizar somente a renderizac¸a˜o do co´digo recebido de forma a permitir a
visualizac¸a˜o dos dados ou pequenas validac¸o˜es de entradas fornecidas pelo utilizador an-
tes do envio para processamento por parte dos servidores web. A figura 1.1(a) apresenta
um esquema de modelo de aplicac¸o˜es web cla´ssico.
Entretanto, nos u´ltimos anos, novas tecnologias esta˜o despontando como uma alter-
nativa a este modelo, onde os navegadores web teˆm sido responsa´veis por boa parte do
tratamento dos dados recebidos para sua apresentac¸a˜o ao utilizador. Como exemplos des-
tas tecnologias, pode-se citar a metodologia AJAX (Asynchronous JavaScript and XML)
[18] e os sistemas informa´ticos baseados em Web Services. Neste u´ltimo, uma aplicac¸a˜o
e´ desenvolvida de forma a receber e enviar dados em um formato padra˜o, permitindo que
outras aplicac¸o˜es possam fazer uso desses dados, desde que o formato das mensagens
trocadas seja mantido. Ja´ a metodologia AJAX, permite que as aplicac¸o˜es web atualizem
partes de suas pa´ginas sem a necessidade de recarrega´-las por completo, fazendo o uso de
comunicac¸o˜es assı´ncronas com servidores e manipulac¸o˜es de componentes DOM (Do-
cument Object Model) de pa´ginasHTML (Hyper Text Markup Language). Os principais
padro˜es de formato de mensagens utilizados atualmente neste modelo sa˜o o XML (Exten-
sible Markup Language) [8] e JSON (JavaScript Object Notation) [11]. A figura 1.1(b)
apresenta um modelo de aplicac¸o˜es web que utiliza o AJAX e servidores web como Web
Services.
O novo modelo de aplicac¸o˜es web com utilizac¸a˜o do AJAX tornou-se via´vel devido
ao significativo aumento do poder de processamento dos computadores clientes, decor-
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Figura 1.1: Modelo de aplicac¸o˜es web.
rente das melhorias constantes na velocidade dos processadores e tamanhos das memo´rias
RAM (Random Access Memory) em tais computadores, em detrimento da lateˆncia na
comunicac¸a˜o entre servidores e desktops. Este facto tornou possı´vel o despontamento de
aplicac¸o˜es web com fortes caracterı´sticas de aplicac¸o˜es desktops, com largo uso da lingua-
gem de programac¸a˜o JavaScript e utilizac¸a˜o de navegadores web para validac¸a˜o e exibic¸a˜o
de dados conforme as peculiaridades da aplicac¸a˜o web em questa˜o. Este cena´rio mostra-
se como uma alternativa ao modelo de aplicac¸o˜es web baseado em CGI (Common Ga-
teway Interface), onde os servidores web sa˜o responsa´veis por todo o processamento dos
dados e contruc¸o˜es de pa´ginas dinaˆmicas enquanto navegadores web realizam somente a
renderizac¸a˜o da pa´gina eletroˆnica recebida para exibic¸a˜o ao utilizador. Acrescenta-se a
este cena´rio a crescente utilizac¸a˜o de provedores de infraestrutura e servic¸os de tecnologia
da informac¸a˜o para uso da tecnologia de computac¸a˜o em nuvem, onde os custos relaciona-
dos com re´plicas de servidores como forma de garantir a seguranc¸a das aplicac¸o˜es podem
significar aumentos no custo total de propriedade do servic¸o associado a` aplicac¸a˜o, o que,
por vezes, podem inviabilizar sua utilizac¸a˜o.
Assim, torna-se mister investigar novas formas de garantir a seguranc¸a das aplicac¸o˜es
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web, onde os navegadores web instalados nos computadores dos utilizadores, influen-
ciados pelo aumento no seu poder de processamento, possam realizar tarefas que per-
mitam avaliar a garantia das propriedades de seguranc¸a dos dados das aplicac¸o˜es web.
Mais ainda, tal avaliac¸a˜o permitira´ abordar questo˜es referentes ao tratamento de servido-
res web faltosos, tanto utilizando o modelo de faltas por paragem ou o modelo de faltas
arbitra´rias (faltas bizantinas) [24], de forma a garantir a continuidade dos servic¸os mesmo
na presenc¸a de tais faltas.
1.2 Objetivos
O desenvolvimento do TRIALs pretende atingir os seguintes objectivos:
• Desenvolvimento de uma API (Application Programming Interface) baseada em
AJAX que permita a verificac¸a˜o da integridade e autenticidade do co´digo recebido
de um servidor web distribuiı´do em um ambiente de computac¸a˜o em nuvem. A
verificac¸a˜o deve levar em considerac¸a˜o tanto o tratamento de pa´ginas com conteu´do
esta´tico quanto das pa´ginas com conteu´do dinaˆmico, com dados inseridos a partir
de um conjunto de servidores de base de dados.
• Troca de servidor web de forma transparente para o utilizador da aplicac¸a˜o, ta˜o
logo os dados recebidos sejam considerados maliciosos ou o tempo de resposta do
servidor web ultrapasse um limite pre´-definido.
• Avaliac¸a˜o do framework com a realizac¸a˜o de um conjunto de testes visando avaliar
a fiabilidade e desempenho do mesmo.
1.3 Contribuic¸o˜es
Como mencionado anteriormente, as abordagens das soluc¸o˜es para o tratamento de servi-
dores web na˜o confia´veis resumem-se em duas vertentes: mudanc¸as arquiteturais no lado
dos servidores (web ou base de dados) para pre´-processamento de co´digo ([27, 10, 14]);
e modificac¸a˜o de navegadores (extenso˜es) para assegurar o uso da aplicac¸a˜o web de uma
forma mais segura ([29, 12, 31]). Este trabalho apresenta como principal contribuic¸a˜o
uma abordagem para a soluc¸a˜o do problema com foco no uso dos navegadores web dos
utilizadores para verificac¸a˜o da integridade e autenticidade dos dados recebidos de um
servidor web, sem a necessidade de instalac¸a˜o de software adicional (extenc¸o˜es).
Uma outra contribuic¸a˜o importante e´ a possibilidade de desenvolvimento de aplicac¸o˜es
web que sejam tolerantes a um modelo de faltas arbitra´rias dos servidores web, onde os
mesmos podem desviarem-se deliberadamente de seus algoritmos [2]. Em outras pa-
lavras, caso um servidor web seja comprometido por um atacante ou apresente falhas
acidentais, a aplicac¸a˜o sera´ capaz de detectar tal comportamento faltoso e, ainda assim,
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manter o seu funcionamento correto. Isso ocorre pela funcionalidade que o framework
desenvolvido oferece de realizar a troca de servidor web ta˜o logo as propriedades de au-
tenticidade e integridade dos dados recebidos seja violada ou um tempo limite de resposta
seja atendido.
Acrescenta-se ainda como contribuic¸a˜o do presente trabalho a possibilidade do uso
do TRIALs de forma independente da plataforma no qual os servidores web funcionam,
permitindo a utilizac¸a˜o da diversidade como forma de maximizar a toleraˆncia a faltas
proveniente de vulnerabilidades de software utilizados pelos servidores da aplicac¸a˜o (sis-
temas operativos, linguagens de programac¸a˜o, servidor web, sistema de gesta˜o de base de
dados, etc.).
1.4 Estrutura do documento
Este documento esta´ organizado da seguinte forma:
• Capı´tulo 2 – Trabalhos Relacionados, onde sera˜o apresentados algumas pesquisas
desenvolvidas relacionadas com este projeto.
• Capı´tulo 3 – Framework TRIALs, onde sera´ apresentado o trabalho desenvolvido
para permitir a criac¸a˜o de aplicac¸o˜es web tolerantes a servidores web na˜o confia´veis.
• Capı´tulo 4 - Implementac¸a˜o, onde sera˜o apresentados os detalhes na implementac¸a˜o
e de utilizac¸a˜o do TRAILs, bem uma ana´lise da seguranc¸a impplementada no mesmo.
• Capı´tulo 5 - Validac¸a˜o e Avaliac¸a˜o, onde sera˜o apresentados os resultados dos testes
de desempenho de uma aplicac¸a˜o implementada a partir do TRIALs.
• Capı´tulo 6 - Conclusa˜o, onde sera˜o apresentadas as principais concluso˜es tiradas
do trabalho desenvolvido, bem como alguns possı´veis trabalhos futuros.
Capı´tulo 1. Introduc¸a˜o 6
Capı´tulo 2
Trabalho relacionado
Nesta sec¸a˜o sera˜o apresentadas algumas pesquisas realizadas relacionadas com a interac¸a˜o
de aplicac¸o˜es web com servidores web na˜o confia´veis. As abordagens a este problema
geralmente se resumem a duas vertentes: modificac¸o˜es no lado do servidor web, onde
a arquitetura da aplicac¸a˜o e´ modificada de forma a resistir a ataques de servidores web
comprometidos; e modificac¸o˜es no lado do cliente, onde software adicionais sa˜o instala-
dos nos navegadores web dos utilizadores a fim de aumentar a seguranc¸a das aplicac¸o˜es
web.
2.1 Soluc¸o˜es no lado do servidor
2.1.1 SkyProxy
Algumas pesquisas utilizaram uma abordagem baseada em mudanc¸as arquiteturais no
lado dos servidores (web e base de dados) para solucionar o problema de vulnerabilida-
des em aplicac¸o˜es web que, quando exploradas, permitem a execuc¸a˜o de co´digo malici-
oso no navegador do utilizador. Uma destas soluc¸o˜es e´ o SkyProxy [27], um analisador
de conteu´do web para detecc¸a˜o de co´digo malicioso baseado em execuc¸a˜o. A figura 2.1
apresenta a arquitetura e processamento do SkyProxy. A arquitetura da soluc¸a˜o e´ baseada
em um proxy que intercepta as requisic¸o˜es HTTP do navegador do utilizador, requisita a
pa´gina para o servidor web que hospeda a aplicac¸a˜o (figura 2.1(a)) e executa a mesma
em uma ma´quina virtual isolada para fins de verificac¸a˜o da seguranc¸a do co´digo, antes de
responder a` requisic¸a˜o do utilizador (figura 2.1(b)). Caso na˜o sejam detectadas vulne-
rabilidades no co´digo executado na ma´quina virtual, o proxy encaminha a resposta para
o navegador web do utilizador (figura 2.1(c)). Caso a ma´quina virtual isolada identifi-
que que a pa´gina solicitada possui co´digo malicioso, a mesma na˜o e´ encaminhada para o
utilizador, evitando a execuc¸a˜o deste co´digo malicioso em seu navegador.
A soluc¸a˜o foi avaliada pelos autores, onde, apo´s a aplicac¸a˜o de algumas otimizac¸o˜es,
apresentou uma efica´cia em 100% dos casos na detecc¸a˜o de co´digo malicioso e o incre-
mento na lateˆncia do servic¸o de 600 milissegundos, em me´dia. Apesar disso, os pro´prios
7
Capı´tulo 2. Trabalho relacionado 8
Figura 2.1: Arquitetura e processamento do SkyProxy.
autores apresentaram as seguintes limitac¸o˜es na soluc¸a˜o:
• Na˜o determinismo: conteu´dos maliciosos que sa˜o executados baseados em crite´rios
na˜o deterministas podem na˜o ser detectados pela soluc¸a˜o.
• Terminac¸a˜o: co´digos cuja terminac¸a˜o depende de mecanismos temporais ou entra-
das dos utilizadores na˜o podem ser analisados pela soluc¸a˜o, uma vez que a mesma
utiliza interfaces dos navegadores para verificar quando uma pa´gina web foi total-
mente processada.
• Diferenc¸as entre a ma´quina virtual isolada e o ambiente computacional do utiliza-
dor: a diferenc¸a entre os ambientes de execuc¸a˜o do co´digo entre a ma´quina virtual
isolada e o do utilizador podem fazer com que um conteu´do seja considerado ino-
fensivo pela soluc¸a˜o, mas comportar-se como malicioso no ambiente do utilizador
devido a`s vulnerabilidades presentes no sistema operativo ou navegador do utiliza-
dor, na˜o presentes na ma´quina virtual da soluc¸a˜o.
2.1.2 SPARE
Um soluc¸a˜o pesquisada que utiliza modificac¸o˜es na arquitetura dos servidores web para
resistir a` existeˆncia de servidores web maliciosos em uma aplicac¸a˜o web e´ o SPARE [14].
O SPARE e´ um sistema projetado para suportar especificamente sistemas baseados na
web com toleraˆncia a` faltas bizantinas de maneira que os custos financeiros associados a`
sua arquitetura sejam compatı´veis com este tipo de servic¸o. Utilizando a tecnologia de
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virtualizac¸a˜o de servidores disponibilizadas por soluc¸o˜es baseadas em hipervisores bem
conhecidos no mercado e que garantem um ambiente com implementac¸o˜es de servic¸os
para gesta˜o de ma´quinas virtuais de forma confia´vel, o SPARE apresenta-se como uma
soluc¸a˜o que permite a utilizac¸a˜o de mecanismos tolerante a` faltas bizantinas em servic¸os
web com restric¸o˜es econoˆmicas. Para tal, a soluc¸a˜o possui uma arquitetura que requer
apenas um mı´nimo de f + 1 re´plicas ativas durante uma execuc¸a˜o na auseˆncia de fa-
lhas e f re´plicas passivas que, na presenc¸a de falhas, sa˜o ativadas para garantir o correto
funcionamento do sistema. Estes nu´meros sa˜o baseados na hipo´tese da existeˆncia de com-
ponentes confia´veis no sistema: o hipervisor e um gestor de re´plicas. Ale´m desta, sa˜o as
seguintes as demais hipo´teses assumidas para o sistema:
• Utilizadores interagem com o sistema somente de forma remota e utilizando men-
sagens do tipo REQUEST-REPLY atrave´s de uma rede de dados. As mensagens de
interac¸a˜o cliente-servic¸o podem ser interceptadas por adversa´rios.
• O servic¸o remoto pode ser modelado como uma ma´quina de estado determinista e a
replicac¸a˜o de servidores e´ realizada utilizando te´cnicas de replicac¸a˜o de ma´quinas
de estado conhecidas.
• O modelo de faltas adotado para as re´plicas e´ bizantino. O sistema permanece
correto mesmo na presenc¸a de f re´plicas faltosas, de um total mı´nimo de 2f + 1
re´plicas ativas e passivas.
• O modelo de faltas adotado para o hipervisor e´ de paragem.
• Re´plicas que falham podem ser detectadas de forma fia´vel em um intervalo de
tempo limitado utilizando uma configurac¸a˜o mı´nima de f + 1 re´plicas.
Supo˜em-se ainda a existeˆncia de um canal de comunicac¸a˜o fortemente interconectado
e seguro, tipicamente para redes de pequena escala (LAN) e bem gerenciada. Adicional-
mente, considera-se a existeˆncia de componentes confia´veis, que podem falhar somente
por paragem. Um destes componentes e´ uma ma´quina virtual com altos privile´gios, que
tem controle total sobre o hardware e e´ capaz de inicializar, pausar, reiniciar e parar todas
as outras ma´quinas virtuais hospedadas. Este componente foi denominado como gestor
de re´plicas. O outro componente considerado confia´vel e com um modelo de faltas por
paragem e´ o pro´prio hipervisor, o que torna necessa´rio a existeˆncia de no mı´nimo f + 1
ma´quinas fı´sicas para o funcionamento correto do sistema. A arquitetura e processamento
de requisic¸o˜es do SPARE esta˜o ilustrados nas figura 2.2 e 2.3, respectivamente.
Conforme figura 2.3, o processamento ba´sico de uma requisic¸a˜o de um utilizador
segue os seguintes procedimentos:
• A requisic¸a˜o do utilizador e´ enviada para um dos gestores de re´plica. O subcompo-
nente do gestor de re´plica responsa´vel por este recebimento e´ o de comunicac¸a˜o de
grupo;
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Figura 2.2: Arquitetura do SPARE.
• O componente de comunicac¸a˜o de grupo reencaminha a requisic¸a˜o para as demais
re´plicas, onde um mecanismo de ordenac¸a˜o garante uma ordem total das requisic¸o˜es
recebidas;
• Apo´s ordenada, a requisic¸a˜o e´ encaminhada para as re´plicas ativas locais para ser
processada;
• Apo´s o processamento da requisic¸a˜o, as re´plicas ativas presentes na ma´quina fı´sica
que recebeu incialmente a requisic¸a˜o do cliente enviam para um componente de
voto de resposta o resultado da requisic¸a˜o. As demais ma´quinas ativas enviam um
hash da resposta para o componente de comunicac¸a˜o de grupo, que as retransmitem
para as demais ma´quinas fı´sicas.
• Ao receber o hash das respostas, o componente de comunicac¸a˜o de grupo encami-
nha as mesmas para o componente de voto de resposta.
• O componente de voto de resposta, apo´s receberf + 1 sı´nteses que correspondem a`
resposta recebida pelas re´plicas ativas locais, verifica que a resposta esta´ correta e a
encaminha para o utilizador.
Esta operac¸a˜o e´ realizada utilizando f+1 re´plicas ativas, mantendo as demais re´plicas
em modo passivo de forma a garantir um uso eficiente de recursos na execuc¸a˜o em um am-
biente sem faltas. A detecc¸a˜o de faltas e´ baseada no mecanismo de votac¸a˜o de resposta
utilizado e, quando ocorre, uma mensagem HELP-ME do gestor de re´plicas e´ enviada
para as demais re´plicas utilizando o componente de comunicac¸a˜o de grupo, indicando o
nu´mero de re´plicas adicionais necessa´rias para responder corretamente a` requisic¸a˜o do
cliente. Todos os gestores de re´plicas que na˜o possuem re´plicas passivas faltosas enviam
uma mensagem I-DO de confirmac¸a˜o e uma re´plica passiva e´ ativada para produzir mais
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Figura 2.3: Processamento de requisic¸o˜es no SPARE.
uma resposta a` requisic¸a˜o. Esta ativac¸a˜o e´ feita pelo gestor de re´plicas local, que reini-
cializa a re´plica passiva. Apo´s a reinicializac¸a˜o, a re´plica processa todas as requisic¸o˜es
armazenadas em seu buffer local e processa a requisic¸a˜o solicitada originalmente, envi-
ando sua resposta para o gestor de re´plica que recebeu a requisic¸a˜o original do utilizador
usando o componente de comunicac¸a˜o de grupo. Apo´s o processamento da requisic¸a˜o, a
ma´quina virtual pode voltar a se tornar passiva pelo gestor de re´plicas ou continuar atu-
ando como passiva. Esta decisa˜o pode ser baseada na frequeˆncia de mensagem HELP-ME
recebidas.
O SPARE concretiza ainda um mecanismo de recuperac¸a˜o proativa de forma a garantir
um funcionamento correto do sistema a menos de f faltas por um perı´odo maior. Para
isso, o gestor de re´plica realiza um clone de uma ma´quina virtual passiva, reservando ela
como uma nova re´plica passiva. A re´plica passiva original e´ enta˜o promovida para re´plica
ativa e o gestor de re´plicas desliga uma das ma´quinas virtuais ativas anteriores. Desta
forma, re´plicas ativas potencialmente faltosas sa˜o eficientemente substituı´das por re´plicas
corretas.
2.2 Soluc¸o˜es no lado do cliente
2.2.1 SOMA
Em contrapartida a` abordagem apresentada no item anterior, algumas pesquisas optaram
por solucionar o problema de execuc¸a˜o de co´digo malicioso nos navegadores web utili-
zando modificac¸o˜es em tais navegadores. A soluc¸a˜o mais comum neste tipo de abordagem
e´ o desenvolvimento de extenso˜es de navegadores, que devem ser instaladas previamente
pelos utilizadores. Uma das soluc¸o˜es deste tipo e´ o SOMA (Same Origin Mutual Ap-
proval) [29], que define uma polı´tica de seguranc¸a baseada em aprovac¸a˜o na inclusa˜o de
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conteu´do tanto pelo servidor que hospeda a pa´gina web original, quanto dos servidores
que proveˆm conteu´dos a serem inseridos na pa´gina web original. A soluc¸a˜o e´ baseada
em uma extensa˜o de navegador que verifica a existeˆncia de uma relac¸a˜o de confianc¸a
mu´tua entre o servidor que hospeda a pa´gina web original e aqueles que hospedam os
conteu´dos incluı´dos nesta, utilizando ficheiros localizados em ambas as partes. A figura
2.4 apresenta um exemplo de verificac¸a˜o realizada pela extensa˜o desenvolvida. A notac¸a˜o
significa que a origem A aprova a inclusa˜o de scripts da origem B. Similarmente, a
notac¸a˜o significa que B aprova a inclusa˜o de seu conteu´do na origem A. O sı´mbolo
e negam as proposic¸o˜es anteriores.
Figura 2.4: Exemplo de verificac¸a˜o de confianc¸a mu´tua pelo SOMA.
Na figura 2.4, o servidor A e´ a hospedeiro original da pa´gina web a ser exibida e
possui um manifesto que indica a aprovac¸a˜o da inclusa˜o de conteu´do dos servidores B e C.
Quando um navegador de um utilizador da pa´gina web recebe uma solicitac¸a˜o de inclusa˜o
de um conteu´do do servidor B na pa´gina web, realiza preliminarmente uma requisic¸a˜o ao
servidor B para determinar se B aprova a inclusa˜o de seu conteu´do em A. No exemplo, esta
aprovac¸a˜o ocorre e o conteu´do solicitado e´ incluı´do na pa´gina web. De forma similar, o
conteu´do do servidor C solicitado na˜o e´ incluı´do na pa´gina web, uma vez que, mesmo que
o servidor A aprove a inclusa˜o de um conteu´do do servidor C, C na˜o aprova a inclusa˜o de
seu conteu´do em pa´ginas web oriundas de A. Uma outra situac¸a˜o presente no exemplo e´ a
tentativa do servidor D de incluir conteu´do seu na pa´gina web oriunda de A. Esta inclusa˜o
na˜o e´ realizada, uma vez que o servidor D na˜o possui tal aprovac¸a˜o no manifesto do
servidor A. Desta forma, o SOMA previne a inclusa˜o de conteu´dos enviados e recebidos
de servidores web na˜o aprovados e que podem ser potencialmente maliciosos.
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2.2.2 PwdHash
Outro exemplo de soluc¸a˜o que utiliza software instalado nos navegadores de utilizado-
res para aumentar a seguranc¸a em aplicac¸o˜es web e´ o PwdHash [31]. Trata-se de uma
extensa˜o de navegadores que, de forma transparente, produz diferentes palavras-passes
para cada sı´tio web acessado, aumentando a seguranc¸a na autenticac¸a˜o da aplicac¸a˜o a ser
utilizada.
A soluc¸a˜o utiliza uma func¸a˜o hash para codificar as palavras-passes dos utilizadores,
usando o domı´nio do sı´tio web a ser acessado como salt. Desta forma, ao inve´s de en-
viar para os servidores web a palavra-passe do utilizador em claro, a extensa˜o captura-a
apo´s sua digitac¸a˜o, calcula o hash desta palavra-passe concatenada com o domı´nio do
sı´tio web acessado e envia tal hash para o servidor web a ser acedido. As principais
caracterı´sticas na utilizac¸a˜o desta soluc¸a˜o e´ a na˜o necessidade de realizar alterac¸o˜es nos
servidores web de uma aplicac¸a˜o e a introduc¸a˜o de poucas modificac¸o˜es na forma como
o utilizador utiliza a aplicac¸a˜o. Assim, a extensa˜o foi projetada para agir como um in-
terme´dio transparente entre o utilizador e a aplicac¸a˜o, onde todos as entradas fornecidas
por estes podem ser monitoradas e mantidas seguras pela extensa˜o, antes que a aplicac¸a˜o
tome conhecimento que o utilizador esta´ interagindo com ela.
Os utilizadores devem notificar a extensa˜o que eles ira˜o digitar uma palavra-passe.
Esta notificac¸a˜o e´ feita utilizando dois me´todos: Password Prefix e Password-Key. No
me´todo Password Prefix, o utilizador deve escolher um conjunto curto de caracteres para
iniciarem suas senhas. A extensa˜o enta˜o monitora a ocorreˆncia desta sequeˆncia para,
proativamente, tomar medidas que protegem todo o campo. Na implementac¸a˜o, foram
utilizados os caracteres @@. Uma vez detectados esses caracteres, a extensa˜o registra
todas as teclas subsequentes digitadas ate´ que o campo de palavra-passe perca o foco. O
hash da palavra-passe digitada concatenada com o domı´nio do sı´tio web substitui o valor
do campo da palavra-passe de duas formas: logo apo´s a perda do foco no campo ou apo´s a
submissa˜o do formula´rio. Os utilizadores da extensa˜o devem trocar as palavras-passes dos
sı´tios web que querem proteger, utilizando o prefixo adotado para que a extensa˜o possa
enviar a nova palavra-passe codificada com o hash e o salt do domı´nio. Desta forma, na˜o
e´ necessa´ria nehuma modificac¸a˜o no lado do servidor web. Se os caracteres de prefixo
forem utilizados em campos que na˜o sejam do tipo password, o utilizador e´ alertado a na˜o
digitar sua palavra-passe.
No me´todo Password-Key, o utilizador escolhe uma tecla que devera´ ser pressionada
antes de se inserir uma palavra-passe. Na sua implementac¸a˜o, o PwdHash utilizou a tecla
F2, na˜o utilizada pelos navegadores Internet Explorer e Mozilla Firefox. Apo´s pressio-
nada esta tecla, a extensa˜o toma as mesmas medidas proativas do me´todo anterior. Da
mesma forma, se a tecla for pressionada em campos que na˜o sejam do tipo password, o
utilizador e´ alertado a na˜o digitar sua palavra-passe. A extensa˜o implementa ainda uma
caracterı´stica adicional, composta de uma “luz” na barra de ferramentas que fica vermelha
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quando a extensa˜o encontra-se em modo texto e verde quando em modo password. As-
sim, os utilizadores podem verificar o alerta da “luz” antes de digitarem sua palavra-passe
para verificarem se esta˜o sob a protec¸a˜o da extensa˜o.
Para evitar ataques de diciona´rio, a soluc¸a˜o implementou uma funcionalidade cha-
mada de global password. Com esta funcionalidade, o utilizador pode configurar uma
palavra-passe global, a ser utilizada tambe´m como salt em todas as palavras-passes a
serem codificadas com a func¸a˜o hash. A desvantagem do uso desta funcionalidade e´ a
necessidade de se configurar a mesma senha em todos os navegadores que o utilizador
deseje usar. A soluc¸a˜o ainda disponibiliza uma pa´gina web onde e´ possı´vel calcular o
hash utilizando as entradas dadas por um utilizador, sendo estas o domı´nio e a palavra-
passe que se deseja proteger. Esta foi a soluc¸a˜o apresentada para utilizadores que na˜o
tenham permissa˜o de instalar extenso˜es em seus navegadores.
2.3 Discussa˜o
As soluc¸o˜es que utilizam modificac¸a˜o na arquitetura da aplicac¸a˜o no lado do servidor
para realizar o tratamento de servidores web na˜o confia´veis, apesar de se mostrarem bas-
tantes fia´veis, trazem como desvantagem a necessidade de introduc¸a˜o de componentes
adicionais para pre´-processamento de dados. Para aplicac¸o˜es web que utilizam recursos
computacionais distribuı´dos em um ambiente de computac¸a˜o em nuvem, a adic¸a˜o desses
componentes e´, na maioria dos casos, refletida em custos financeiros adicionais. Ale´m
disso, os estudos apresentados assumem que os componentes adicionais na˜o se compor-
tam de forma maliciosa, ou seja, sa˜o tidos como confia´veis, o que pode ser considerado
como um modelo de ameac¸a fraco para um ambiente de computac¸a˜o em nuvem.
As soluc¸o˜es baseadas em mudanc¸as no lado do cliente utilizam como principal ferra-
menta extenso˜es que devem ser instaladas nos navegadores dos clientes. Estas extenso˜es
realizam o pre´-processamento dos dados no lado do cliente, sem exigir mudanc¸as ar-
quiteturais na aplicac¸a˜o com adic¸a˜o de componentes adicionais que utilizem recursos
dispostos em um ambiente de computac¸a˜o em nuvem. Entretanto, traz como principal
desvantagem a necessidade da aceitac¸a˜o dos utilizadores da aplicac¸a˜o na instalac¸a˜o des-
sas extenso˜es, bem como as constantes mudanc¸as necessa´rias na extensa˜o desenvolvida
visando sua compatibilidade com as novas verso˜es dos navegadores. Adiciona-se ainda as
desvantagens do uso deste tipo de soluc¸a˜o a necessidade de desenvolver tantas extenso˜es
quantas as que forem necessa´rias, de acordo com o tipo de navegador que os utilizadores
da aplicac¸a˜o web possam usar.
O estudo realizado pretendeu abordar o problema do tratamento de servidores web
na˜o confia´veis de forma a evitar ao mı´nimo a utilizac¸a˜o de recursos computacionais de
um ambiente de computac¸a˜o em nuvem, evitando desta forma custos financeiros adicio-
nais. Ale´m disso, sera´ apresentada uma soluc¸a˜o que seja a mais transparente possı´vel para
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o utilizador da aplicac¸a˜o web, sem que seja necessa´ria a instalac¸a˜o de software adicional.
Para isso, o framework foi desenvolvido para programac¸a˜o de aplicac¸o˜es web baseado na
tecnologia AJAX, de forma a permitir que o navegador web do utilizador possa verifi-
car a integridade e autenticidade dos dados recebidos de um servidor web, garantindo a
exibic¸a˜o somente de dados confia´veis. O framework e´ tambe´m capaz de realizar de forma
transparente a troca de servidor web, ta˜o logo as proriedades de seguranc¸a dos dados da
aplicac¸a˜o sejam violadas ou o tempo de resposta do servidor web ultrapasse um limite de
tempo pre´-determinado.
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Capı´tulo 3
Framework TRIALs
3.1 Arquitetura do Framework
O TRIALs foi desenvolvido para a criac¸a˜o de aplicac¸o˜es web cuja arquitetura e´ composta
por treˆs camadas: camada de apresentac¸a˜o, composta pela interface gra´fica da aplicac¸a˜o
web; camada de nego´cio, composta pela aplicac¸a˜o web em si, onde reside toda a lo´gica de
nego´cio da aplicac¸a˜o hospedada em servidores web; e a camada de dados, onde os dados
sa˜o armazenados em servidores de bases de dados e consultados pela camada de nego´cio.
A figura 3.1 apresenta a arquitetura do framework desenvolvido.
Neste trabalho, a camada de apresentac¸a˜o, representada pelos navegadores web dos
utilizadores, realiza as requisic¸o˜es para os servidores web mediante interac¸a˜o do utiliza-
dor com a aplicac¸a˜o web. Recebido os dados, a aplicac¸a˜o realizara´ a verificac¸a˜o de sua
integridade e autenticidade, que, caso ocorra, sa˜o apresentados mediante manipulac¸a˜o de
objetos DOM, ao inve´s de simplesmente realizar a renderizac¸a˜o de co´digo HTML rece-
bido, como em um modelo de aplicac¸o˜es web tradicional ilustrado na figura 1.1(a). Caso
os dados na˜o sejam validados ou um tempo limite de resposta seja atingido, a camada de
seguranc¸a realiza a troca de servidor web visando o correto funcionamento da aplicac¸a˜o
web, mesmo na presenc¸a de servidores web com falhas. Essas funcionalidade foram im-
plementadas usando a linguagem de programac¸a˜o JavaScript e com uso de te´cnicas da
metodologia AJAX, encapsuladas em uma camada adicional de seguranc¸a ao modelo de
aplicac¸o˜es web com AJAX ilustrado na figura 1.1(b).
A validac¸a˜o da integridade e autenticidade dos dados sa˜o feitas com o uso de func¸o˜es
criptogra´ficas e de sı´nteses executadas nos navegadores web dos utilizadores, mediante
a implementac¸o˜es de func¸o˜es na linguagem de programac¸a˜o JavaScript, ou seja, sem a
necessidade de instalac¸a˜o de software adicional nas estac¸o˜es de trabalho dos utilizadores.
Os servidores web sa˜o independentes de linguagems de programac¸a˜o, desde que sejam
implementados como web services, com capacidade de receber e responder requisic¸o˜es
com conteu´dos em formatos padro˜es de mensagens, geralmente XML ou JSON. Isto se
deve ao facto do framework ter sido desenvolvido de forma que as mensagens trocadas
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Figura 3.1: Arquitetura do TRIALs.
entre a camada de apresentac¸a˜o e os servidores web possuı´rem um formato padra˜o, o que
vem a facilitar a func¸a˜o adicional de verificac¸a˜o da integridade e autenticidade dos dados
da aplicac¸a˜o web.
Os servidores da base de dados sa˜o independentes de sistema de gesta˜o de base de
dados e de modelo de dados, desde que apresentem uma interface para consulta a ser
utilizada pelos servidores web.
3.2 Modelo do Adversa´rio
O TRIALs foi desenvolvido levando em considerac¸a˜o algumas hipo´teses relacionadas
com as possı´veis ameac¸as na qual uma aplicac¸a˜o web desenvolvida com o seu uso possa
estar exposta. A figura 3.2 apresenta o modelo do adversa´rio, segundo as seguintes
hipo´teses adotadas:
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Figura 3.2: Modelo do adversa´rio do TRIALs.
• Os servidores da aplicac¸a˜o web possuem um modelo de faltas bizantinas [24], ou
seja, podem ser comprometidos e se comportarem de forma arbitra´ria, desviando-
se do seu protocolo de execuc¸a˜o, enviando respostas incorretas a`s requisic¸o˜es feitas
pelos utilizadores ou atrasando intencionalmente o envio das mesmas.
• Apesar dos servidores web poderem ser comprometidos por atacantes, garante-se
a existeˆncia de pelo menos um servidor correto. Ou seja, o nu´mero de servidores
web disponı´veis deve ser, no mı´nimo, igual a f + 1 [3].
• Os servidores de base de dados utilizam protocolos que asseguram a confiabilidade
dos dados que fornecem. Em outras palavras, representam uma camada de dados
tida como confia´vel. Isto pode ser conquistado atrave´s da instalac¸a˜o deste sistema
em ambientes seguros ou atrave´s de te´cnicas de toleraˆncia a instruso˜es [9].
• Um atacante ou um servidor web comprometido pode interceptar as comunicac¸o˜es
entre os componentes da aplicac¸a˜o podendo alterar, atrasar, descartar ou transmitir
as mensagens trocadas entre a aplicac¸a˜o web e a base de dados.
• Os algoritmos criptogra´ficos (hash, MAC (Message Authentication Code), assina-
turas digitais e cifras) utilizados sa˜o computacionalmente invia´veis de serem que-
brados.
• O modelo temporal assumido e´ o parcialmente sı´ncrono [16], uma vez que se pre-
tende utilizar o framework em aplicac¸o˜es que estara˜o disponı´veis na internet, onde
a lateˆncia da comunicac¸a˜o entre componentes e´ esta´vel a maior parte do tempo.
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3.3 Problemas e Desafios
Para o desenvolvimento do TRIALs, foi necessa´ria a realizac¸a˜o de pesquisas sobre questo˜es
consideradas fundamentais para o seu correto funcionamento. Para algumas destas questo˜es,
foram identificadas soluc¸o˜es ja´ implementadas e divulgadas na internet, como por exem-
plo, aquelas relacionadas com a capacidade dos navegadores web executarem algumas
das funcionalidades oferecidas pelo TRIALs. Entretanto, para outras, foi necessa´rio o de-
senvolvimento de soluc¸o˜es especı´ficas para utilizac¸a˜o no framework, como a definic¸a˜o de
protocolos que permitam a leitura e escrita de dados da aplicac¸a˜o web por seus utilizado-
res de forma segura. A seguir, os problemas e desafios levantados para o desenvolvimento
do TRIALs sera˜o apresentados, juntamente com suas respectivas soluc¸o˜es adotadas neste
trabalho.
3.3.1 Integridade do Co´digo
O framework foi desenvolvido de forma que, uma vez que a pa´gina inicial da aplicac¸a˜o
web seja carregada no navegador web do utilizador, todos os dados recebidos das pro´ximas
requisic¸o˜es HTTP sa˜o exibidos mediante manipulac¸o˜es dinaˆmicas de componentes DOM
por func¸o˜es JavaScript ja´ presentes no co´digo da aplicac¸a˜o recebido no primeiro acesso.
Assim, uma vez que o co´digo inicial da aplicac¸a˜o seja recebido, as pa´ginas HTML sub-
sequentes exibidas para o utilizador sa˜o criadas dinamicamente pela aplicac¸a˜o, utilizando
os dados recebidos pelos servidores web contatados.
Foi observada, enta˜o, a necessidade de garantir que o co´digo da aplicac¸a˜o recebido no
primeiro acesso seja autenticado, de forma a evitar o recebimento de conteu´do malicioso
por um servidor web previamente comprometido.
A soluc¸a˜o proposta neste trabalho foi a realizac¸a˜o da assinatura digital do co´digo da
aplicac¸a˜o a ser enviado no primeiro acesso, composto em sua totalidade por conteu´do
esta´tico. Esta assinatura e´ realizada utilizando uma chave privada do desenvolvedor
da aplicac¸a˜o, com sua verificac¸a˜o sendo feita pelas estac¸o˜es de trabalho dos utilizado-
res da aplicac¸a˜o, utilizando o certificado digital correspondente previamente configu-
rado em seus navegadores web. Uma pesquisa foi realizada no sentido de verificar a
capacidade dos principais navegadores web atuais de realizarem a validac¸a˜o de assi-
naturas digitais. Foi constatado que o navegador Mozilla Firefox e o Internet Explo-
rer fazem esta verificac¸a˜o de formas diferentes, apesar de ambos utilizarem o formato
JAR (Java Archive) criado pela Sun Microsystems. No Mozilla Firefox, a verificac¸a˜o
dos scripts assinados e´ feita atrave´s de uma URL especı´fica, que aponta para um fi-
cheiro JAR contendo os scripts/pa´ginas e suas respectivas assinaturas [33]. Um exem-
plo de URL (Uniform Resource Locator) para verificac¸a˜o da assinatura de uma pa´gina
e´: jar:http://www.site.com/myjar.jar!/signed.html. No Internet Explorer, a verificac¸a˜o de
assinaturas de scripts/pa´ginas e´ feita utilizado o atributo archive da tag script ou ob-
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ject, que deve ter como valor o ficheiro JAR contendo os scripts/pa´ginas e suas res-
pectivas assinaturas [25]. Um exemplo de uso deste atributo e´: script src=myscript.js
archive=mysigned.jar.
Uma outra opc¸a˜o seria o envio do co´digo da aplicac¸a˜o juntamente com sua assinatura
utilizando canais de comunicac¸o˜es seguro, como, por exemplo, atrave´s do PGP (Pretty
Good Privacy)[40]. Nesta soluc¸a˜o, o co´dido validado pode ser executado pelo navegador
web dos utilizadores como um ficheiro local.
Neste trabalho, optou-se pela soluc¸a˜o apresentada pelo Mozilla Firefox para fins de
avaliac¸a˜o da aplicac¸a˜o web criada com o uso do framework desenvolvido, uma vez que
na˜o foi possı´vel validar a soluc¸a˜o apresentada pelo Internet Explorer. Foi realizado
tambe´m um teste, com sucesso, com o carregamento do co´digo da aplicac¸a˜o no navegador
web como um ficheiro local, o que permitiria a execuc¸a˜o de aplicac¸o˜es web desenvolvidas
a partir do TRIALs em outros navegadores.
3.3.2 Validac¸a˜o de Respostas
As respostas a`s requisic¸o˜es HTTP feitas pela aplicac¸a˜o web devem passar por um me-
canismo de validac¸a˜o de sua integridade e autenticidade, uma vez que servidores web
comprometidos podem alterar o conteu´do dos dados fornecidos pela base de dados. No
framework desenvolvido, esta validac¸a˜o foi implementada utilizando o mecanismo de as-
sinaturas digitais, que permite que o criador de uma mensagem possa adicionar a` mesma
um co´digo que assegure que a mensagem a ser enviada foi realmente produzida por ele e
que na˜o foi alterada apo´s o seu envio [34].
A assinatura digital e´ realizada pela base de dados e anexada a` mensagem a ser trans-
mitida como resposta da requisic¸a˜o feita, de forma a permitir sua validac¸a˜o. O algoritmo
escolhido para a realizac¸a˜o das assinaturas digitais foi o RSA [30], com o uso de chaves
de 512 ou 1024 bits, no formato PKCS#1, versa˜o 2.1 [22]. O RSA e´ atualmente o al-
gorı´tmo para realizac¸a˜o de critografia assime´trica de blocos que tem se mostrado como o
mais aceito para realizac¸a˜o deste tipo de criptografia [34], e por este motivo foi escolhido
para este trabalho.
A validac¸a˜o da assinatura digital e´ realizada pelo navegador web do utilizador, por
meio de func¸o˜es JavaScript presentes no framework desenvolvido. A chave pu´blica asso-
ciada a` chave privada da base de dados deve ser previamente configura pelo desenvolve-
dor da aplicac¸a˜o em um ficheiro JavaScript contendo varia´veis globais que representam
os paraˆmetros de configurac¸a˜o da aplicac¸a˜o. O formato da chave pu´blica deve ser com-
patı´vel com o padra˜o de certificados digitais X.509 [28], versa˜o 1 ou 3. Foi utilizada a
biblioteca JavaScript jsrsasgn [35], desenvolvida por Kenji Urushima, para a realizac¸a˜o
da validac¸a˜o da assinatura digital pelo navegador web do utilizador da aplicac¸a˜o.
Desta forma, foi possı´vel criar um mecanismo de garantia de integridade e autentici-
dade das respostas recebidas pela aplicac¸a˜o web utilizando o navegador web do utilizador
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da aplicac¸a˜o, sem a necessidade de instalac¸a˜o de software adicional (como extenso˜es de
navegadores).
3.3.3 Integridade e Autenticidade das Escritas
A sec¸a˜o 3.3.2 descreveu o mecanismo utilizado no framework para garantir a integridade
e autenticidade dos dados recebidos pela aplicac¸a˜o web utilizando assinaturas digitais.
Entretanto, tal mecanismo permite apenas a autenticac¸a˜o da base de dados pelo utiliza-
dor da aplicac¸a˜o, uma vez que, feita a validac¸a˜o, o mesmo tem a garantia de que sua
comunicac¸a˜o esta´ realmente feita com a base de dados. Esta garantia e´ suficiente para
as operac¸o˜es de leitura da aplicac¸a˜o web, mas na˜o garante a realizac¸a˜o de operac¸o˜es de
escrita com integridade, ja´ que um servidor web comprometido pode alterar os dados a
serem escritos antes de encaminha´-los para a base de dados.
Sendo assim, fez-se necessa´rio um mecanismo que permita a autenticac¸a˜o dos utiliza-
dores da aplicac¸a˜o web junto a` base de dados, bem como a criac¸a˜o de um mecanismo que
permita a` base de dados verificar a integridade e autenticidade dos dados recebidos para
as operac¸o˜es de escrita. Em outras palavras, e´ necessa´rio um mecanismo de autenticac¸a˜o
mu´tua para garantir a seguranc¸a dos dados da aplicac¸a˜o web. A seguir, sera˜o descritos
os protocolos de autenticac¸a˜o e de comunicac¸a˜o entre a aplicac¸a˜o web e a base de dados
implementados no framework desenvolvido.
Protocolo de autenticac¸a˜o
Inicialmente, sera´ descrito o protocolo que realiza a autenticac¸a˜o mu´tua entre os utiliza-
dores da aplicac¸a˜o e a base de dados, juntamente com a distribuic¸a˜o de uma chave de
sessa˜o, que sera´ utilizada na verificac¸a˜o da integridade das mensagens no protocolo de
comunicac¸a˜o. A figura 3.3 apresenta o protocolo de autenticac¸a˜o e distribuic¸a˜o de chave
de sessa˜o implementado no framework.
As fases iniciais do protocolo, descritas a seguir, podem ser melhor visualizadas no
fluxograma ilustrado na figura 3.4. O protocolo de autenticac¸a˜o tem inı´cio com o forne-
cimento pelo utilizador de seu identificador (ID) e de sua palavra-passe (p), cujo conhe-
cimento deve ser somente do utilizador (Fase 1). A aplicac¸a˜o enta˜o utiliza uma func¸a˜o de
sı´ntese H sobre a palavra-passe, produzindo uma cadeia de caracteres P. Em seguida, um
nu´mero aleato´rio Sa e´ gerado e uma nova cadeia de caracteres h e´ criada usando a func¸a˜o
de sı´ntese H com a concatenac¸a˜o de P e Sa (Fase 2). A aplicac¸a˜o realiza uma requisic¸a˜o
ao servidor web, enviando uma mensagem em formato JSON ou XML contendo o iden-
tificador ID, o nu´mero aleato´rio Sa e a cadeia de caracteres h (Fase 3).
A sequeˆncia de ac¸o˜es para a validac¸a˜o da autenticac¸a˜o pela base de dados, descrita
a seguir, esta´ ilustrada na figura 3.5. O servidor web trata a mensagem recebida, re-
tirando os valores ID, Sa e h e enviando-os para a base de dados para que a mesma
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Figura 3.3: Protocolo de autenticac¸a˜o e distribuic¸a˜o de chave de sessa˜o.
possa realizar a autenticac¸a˜o do utilizador (Fase 4). Esta autenticac¸a˜o e´ realizada com a
verificac¸a˜o da igualdade entre a cadeia de caracteres h recebida, com a cadeia de carac-
teres calculada pela base de dados usando a concatenac¸a˜o do hash da palavra-passe do
utilizador (P ), armazenado nos servidores da base de dados, e a cadeia de caracteres Sa
recebida (h = H(PID|Sa)). Realizada esta validac¸a˜o, inicia-se o processo de gerac¸a˜o de
uma chave de sessa˜o que sera´ utilizada nas comunicac¸o˜es futuras entre a aplicac¸a˜o e a
base de dados. Isto e´ realizado utilizando a func¸a˜o de sı´ntese H sobre a concatenac¸a˜o
do nu´mero aleato´rio Sa recebido, um nu´mero aleato´rio Sb gerado pela base de dados, e
o hash da palavra-passe do utilizador P , gerando a chave de sessa˜o Ks = H(Sa|Sb|P ).
Adicionalmente, outro nu´mero aleato´rio T e´ gerado e cifrado utilizando um algoritmo
de cifra sime´trica com a chave de sessa˜o rece´m-criada Ks. Este nu´mero deve enta˜o ser
armazenado na base de dados de forma associada ao identificador ID do utilizador e sera´
utilizado nas comunicac¸o˜es futuras entre a aplicac¸a˜o e a base de dados. A base de dados
cria ainda um campo adicional (STATUS ) a ser utilizado na mensagem para informar
ao utilizador sobre o sucesso ou na˜o do processo de autenticac¸a˜o, cujo valor sera´ OK ou
NOK , dependendo do caso (Fase 5). A base de dados deve enta˜o enviar para o servidor
web uma mensagem contendo o status da autenticac¸a˜o (STATUS ), o identificador ID , o
nu´mero aleato´rio T cifrado com a chave de sessa˜o Ks gerada anteriormente, o nu´mero
aleato´rio Sa, o nu´mero aleato´rio Sb e a assinatura de todo este conteu´do utilizando sua
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Figura 3.4: Processamento inicial da aplicac¸a˜o no protocolo de autenticac¸a˜o.
chave privada (SIGNATUREKr) (Fase 6). O servidor web cria uma mensagem no for-
mato JSON ou XML contendo os valores recebidos na mensagem da base de dados e
envia como resposta a` aplicac¸a˜o (Fase 7). Caso a validac¸a˜o h = H(PID|Sa) na˜o ocorra, a
base de dados utilizara´ o valor NOK para o campo STATUS da mensagem de resposta,
juntamente com os valores zerados dos campos EKs(T ) e Sa.
Figura 3.5: Validac¸a˜o da autenticac¸a˜o pela base de dados.
A validac¸a˜o da autenticac¸a˜o pela aplicac¸a˜o pode ser melhor visualizada na figura 3.6
e sera´ descrita a seguir. A aplicac¸a˜o, ao receber a mensagem de resposta da base de
dados, deve realizar inicialmente a validac¸a˜o da sua sintaxe, no que se refere ao tipo
de mensagem utilizada (JSON ou XML) e a presenc¸a de todos os campos previstos no
protocolo. Caso a sintaxe na˜o seja validada, o framework realiza a troca de servidores e a
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mensagem de autenticac¸a˜o e´ reenviada para o novo servidor.
Feita a verificac¸a˜o da sintaxe da mensagem, e´ realizada a validac¸a˜o da assinatura feita
pela base de dados, utilizando a chave pu´blica previamente configurada na aplicac¸a˜o. Se
a assinatura da base de dados na˜o for validada, ocorrera´ a troca de servidores e o reenvio
da mensagem de autenticac¸a˜o, como no caso descrito anteriormente.
Validada a assinatura, o campo STATUS da mensagem passa por uma avaliac¸a˜o de
seu valor, para determinar se a autenticac¸a˜o foi realizada pela base de dados utilizando
os dados inseridos primariamente pelo utilizador da aplicac¸a˜o. Caso este campo possua o
valorNOK , a aplicac¸a˜o identifica que a autenticac¸a˜o na˜o foi realizada pela base de dados,
realiza a troca de servidor e solicita uma nova autenticac¸a˜o para o utilizador. A troca de
servidor web e´ realizada para tolerar um tipo de ataque, que sera´ descrito na sec¸a˜o 3.4.
Caso o valor do campo STATUS da mensagem recebida tenha valor igual aOK , sera˜o
avaliados os campos ID e Sa, para determinar se a mensagem recebida e´ realmente uma
resposta a` requisic¸a˜o feita. Novamente, caso tal validac¸a˜o na˜o ocorra, ocorrera´ a troca de
servidor e um novo envio da mensagem de autenticac¸a˜o. Caso contra´rio, a aplicac¸a˜o deve
enta˜o gerar a chave de sessa˜o Ks, utilizando a func¸a˜o de sı´ntese H na concatenac¸a˜o entre
os nu´meros aleato´rios Sa e Sb recebidos e a cadeia de caracteres P gerada anteriormente
a partir da palavra-passe fornecida pelo utilizador. O nu´mero T pode enta˜o ser decifrado
pelo mesmo algoritmo de cifra sime´trica utilizado pela base de dados utilizando a chave
Ks gerada (Fase 8). Ao final deste processo, a autenticac¸a˜o mu´tua estara´ realizada e uma
chave de sessa˜o e´ estabelecida para as comunicac¸o˜es futuras entre a aplicac¸a˜o e a base de
dados.
Figura 3.6: Validac¸a˜o da autenticac¸a˜o pela aplicac¸a˜o.
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Protocolo de comunicac¸a˜o
Estabelecida a autenticac¸a˜o mu´tua entre o utilizador da aplicac¸a˜o web e a base de dados,
juntamente com a chave de sessa˜o, fez-se necessa´ria a criac¸a˜o de um protocolo que per-
mita a interac¸a˜o entre estes de forma segura, garantindo que as mensagens trocadas entre
os mesmos, caso sejam alteradas, sejam descartadas pelo respectivo receptor. Em suma,
e´ necessa´rio garantir a integridade das mensagens. Ale´m disso, identificou-se a neces-
sidade da criac¸a˜o de um mecanismo adicional que evite que mensagens ja´ transmitidas
sejam processadas novamente pela base de dados ou reencaminhadas para a aplicac¸a˜o
como resposta a uma operac¸a˜o subsequente. Tais necessidades devem-se ao facto da ca-
pacidade de um servidor web alterar as mensagens trocadas entre a aplicac¸a˜o web e a base
de dados ou retransmitı´-las em outro contexto.
Para a garantia da integridade dos dados trocados entre a aplicac¸a˜o e a base de dados
e da identificac¸a˜o de mensagens retransmitidas, o protocolo de comunicac¸a˜o apresentado
na figura 3.7 foi implementado.
Figura 3.7: Protocolo de comunicac¸a˜o aplicac¸a˜o-base de dados com garantia de integri-
dade.
O protocolo de comunicac¸a˜o utilizou o Message Authentication Code (MAC) como
mecanismo de verificac¸a˜o da integridade e autenticidade das mensagens, utilizando a
chave de sessa˜o estabelecida no protocolo descrito anteriormente. Este mecanismo per-
mite que o receptor de uma mensagem possa verificar que os dados recebidos sa˜o exa-
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tamente os mesmos que foram enviados (ou seja, na˜o sofreram modificac¸o˜es, inserc¸o˜es ou
supresso˜es) e que tal mensagem foi gerada pelo emissor correspondente a sua identificac¸a˜o
[34] (p. 363). Adicionalmente, foi implementado um mecanismos de tokens, represen-
tado no protocolo como o nu´mero aleato´rio T , a ser utilizado como prevenc¸a˜o no proces-
samento de mensagens retransmitidas por um servidor web comprometido. Este nu´mero
sera´ transmitido utilizando o algoritmo de cifras sime´tricas AES [13] com a chave de
sessa˜o estabelecida no protocolo anterior.
As fases iniciais do protocolo de comunicac¸a˜o podem ser visualizadas na figura 3.8.
O protocolo tem inı´cio com a inserc¸a˜o por parte do utilizador dos dados que ele deseja
ler ou escrever na base de dados, que pode ser feito, por exemplo, mediante formula´rios
HTML (Fase 1). Inseridos tais dados, a aplicac¸a˜o realiza uma requisic¸a˜o para o servidor
web utilizando uma mensagem no formato JSON ou XML contendo o identificador ID
do utilizador, o valor T + 1, os dados inseridos pelo utilizador (D) e uma cadeia de
caracteres que representa o MAC de todos os dados anteriores, gerado usando tambe´m a
chave de sessa˜o Ks. O servidor web, ao receber tal requisic¸a˜o, trata a mensagem recebida
de forma a retirar todos os valores presentes e encaminha´-los para a base de dados para
que a mesma possa processar a requisic¸a˜o da aplicac¸a˜o (Fase 3).
Figura 3.8: Inı´cio do protocolo de comunicac¸a˜o pela aplicac¸a˜o web.
A sequeˆncia das fases para o processamento da mensagem de requisic¸a˜o da aplicac¸a˜o
pela base de dados pode ser melhor visualizada na 3.9 e sera´ descrita a seguir. A base
de dados inicialmente realiza a verificac¸a˜o da integridade dos dados atrave´s da cadeia de
caracteres MAC enviada pela aplicac¸a˜o. Para isso, recupera de seus registos os valores
de Ks e T associados ao ID presente na mensagem, calcula MAC ′ utilizando a mesma
func¸a˜o sı´ntese utilizada pela aplicac¸a˜o web nos campos ID , T + 1, D e a chave Ks recu-
perada. O valor deMAC ′ e´ enta˜o comparado com o campoMAC recebido na mensagem.
Caso os valores sejam ideˆnticos, a integridade e autenticidade da mensagem recebida e´
garantida e o protocolo tem prosseguimento. Caso contra´rio, a base de dados atribui o
valor NOK para o campo STATUS , assina a mensagem a ser enviada como resposta
contendo os campos STATUS , ID e T + 1 utilizando a sua chave privada Kre envia tal
mensagem para o servidor web, a fim de que o mesmo retransmita-a para a aplicac¸a˜o web.
Validada a integridade e autenticidade da mensagem recebida, a base de dados com-
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Figura 3.9: Processamento da mensagem de requisic¸a˜o da aplicac¸a˜o pela base de dados.
para o campo T + 1 com o valor de TID recuperado anteriormente. Caso a adic¸a˜o seja
verificada, a base de dados processa a requisic¸a˜o do utilizador usando os dados recebidos,
gerando um resultado RS , bem como o STATUS da operac¸a˜o, que pode receber o valor
OK ou NOK , dependendo do sucesso ou na˜o do processamento da requisic¸a˜o. Adici-
onalmente, gera um novo nu´mero aleato´rio TID, substituindo-o pelo valor armazenado
anteriormente (Fase 4). Este nu´mero sera´ utilizado na pro´xima requisic¸a˜o da aplicac¸a˜o.
A base de dados enta˜o envia para o servidor web uma mensagem contendo o status da
operac¸a˜o realizada (STATUS ), o identificador ID do utilizador, o valor T + 1, o resul-
tado da requisic¸a˜o RS , o novo valor de TID cifrado com um algoritmo de cifra sime´trica
e com a chave Ks e a assinatura da mensagem usando sua chave privada Kr (Fase 5).
Esta mensagem e´ recebida pelo servidor web, que a utiliza para montar a mensagem no
formato JSON ou XML, que representara´ a resposta da requisic¸a˜o enviada pela aplicac¸a˜o
(Fase 6). Opcionalmente, pode-se utilizar nesta mensagem o MAC da mensagem a ser
enviada como resposta utilizando a chave de sessa˜o estabelecida no protocolo anterior,
em substituic¸a˜o a assinatura digital.
O recebimento da resposta da base de dados pela aplicac¸a˜o web esta´ ilustrado na figura
3.10 e sera´ descrito a seguir. A aplicac¸a˜o web, ao receber a resposta da sua requisic¸a˜o,
realizara´ a validac¸a˜o da sintaxe da mensagem, a exemplo do ocorrido no recebimento da
mensagem no protocolo de autenticac¸a˜o. Novamente, caso a sintaxe na˜o seja validada,
o framework realiza a troca de servidor e uma nova requisic¸a˜o e´ enviada para o novo
servidor. Validada a sintaxe da mensagem, a aplicac¸a˜o valida a assinatura digital da base
de dados para verificar sua integridade e autenticidade. Caso na˜o ocorra tal validac¸a˜o,
e´ realizada a troca de servidor e uma nova requisic¸a˜o e´ enviada. Ocorrendo a validac¸a˜o
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da assinatura, a aplicac¸a˜o verifica se o campo STATUS conte´m o valor OK , de forma a
verificar se a requisic¸a˜o feita foi processada pela base de dados de forma correta. Caso
esta verificac¸a˜o na˜o ocorra, e´ realizada a troca de servidor e solicitado ao utilizador uma
nova autenticac¸a˜o. A necessidade dessa nova autenticac¸a˜o, ao inve´s da retransmissa˜o da
mensagem como feito anteriormente, sera´ descrita na sec¸a˜o 3.4. Feita a validac¸a˜o do
campo STATUS , a aplicac¸a˜o verifica os campos ID e T + 1, visando identificar se a
mensagem recebida trata-se de uma resposta a` u´ltima requisic¸a˜o feita. Caso negativo, os
procedimentos de troca de servidor e reenvio da requisic¸a˜o e´ realizado. Validados estes
campos, a aplicac¸a˜o web pode utilizar os dados contidos no campo RS para exibic¸a˜o ao
utilizador por meio de manipulac¸a˜o de objetos DOM. A aplicac¸a˜o deve tambe´m decifrar
o nu´mero aleato´rio T utilizando o mesmo algorı´tmo de cifra sime´trica utilizado pela base
de dados e a chave de sessa˜o Ks, atualizando seus registos para permitir o seu uso na
pro´xima requisic¸a˜o (Fase 7).
Figura 3.10: Recebimento da mensagem resposta da base de dados pela aplicac¸a˜o web.
3.3.4 Troca de Servidores Web
O TRIALs foi desenvolvido de forma a permitir que uma aplicac¸a˜o web seja tolerante
a faltas, sejam elas maliciosas ou na˜o. Em outras palavras, a aplicac¸a˜o deve continuar
o seu funcionamento correto mesmo apo´s a ocorreˆncia de falhas em um dos seus com-
ponentes. Em uma arquitetura de aplicac¸a˜o web em treˆs camadas, geralmente, a con-
sisteˆncia dos dados e´ impelementada com servidores de bases de dados que armazenam
informac¸o˜es essenciais para a organizac¸a˜o proprieta´ria da aplicac¸a˜o web. Com isso, ge-
ralmente, esta camada e´ instalada utilizando mecanismos que garantam um ambiente o
mais seguro possı´vel, como por exemplo firewalls, sistemas de detecc¸a˜o e prevenc¸a˜o de
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intruso˜es, correlacionadores de eventos, seguranc¸a fı´sica, dentre outras. Com estes meca-
nismos, e´ possı´vel criar um ambiente seguro e que seja protegido de intruso˜es de forma a
garantir a existeˆncia de uma base de dados confia´vel e permitir o funcionamento de uma
aplicac¸a˜o web desenvolvida com o TRIALs.
Uma outra opc¸a˜o seria o uso de te´cnicas de toleraˆncia a intruso˜es, onde faltas in-
tencionais e maliciosas sa˜o permitidas, pore´m toleradas, uma vez que o sistema utiliza
mecanismos que previne tais faltas de gerar um comportamento indesejado no sistema
([38]). Pode-se citar como alguns exemplos desta te´cnica: a utilizac¸a˜o de componentes
confia´veis, arquitetura hı´brida, criptografia de limiar, replicac¸a˜o de ma´quinas de estado,
dentre outros. Diversas pesquisas vem sendo feitas nas u´ltimas de´cadas sobre tais me-
canismos, com apresentac¸a˜o de soluc¸o˜es pra´ticas de seu uso ([41, 7, 37, 42]). O uso de
tais mecanismos permitiria a criac¸a˜o de uma base de dados confia´vel necessa´rio para o
funcionamento de uma aplicac¸a˜o web desenvolvida com o TRIALs, devendo os mesmos
acrescentar em sua arquitetura a camada proposta pelo TRIALs para a realizac¸a˜o das
assinaturas digitais das mensagens.
Para a toleraˆncia de servidores web faltosos, foi implementado no framewok uma
funcionalidade de troca de servidor web, ta˜o logo seja verificado pela aplicac¸a˜o a na˜o
integridade e/ou autenticidade de uma mensagem recebida, ou que um limite de tempo
pre´-definido seja alcanc¸ado na espera de uma resposta de uma requisic¸a˜o enviada.
A polı´tica de origem comum de navegadores web previne que um documento ou script
carregado de uma origem recupere ou altere propriedades de um documento de outra
origem [36]. Desta forma, a comunicac¸a˜o entre domı´nios diferentes em uma mesma
pa´gina e´ restringida. Entretanto, para permitir a toleraˆncia a faltas em servidores web em
aplicac¸o˜es web desenvolvidas a partir do TRIALs, tal comunicac¸a˜o entre domı´nios dife-
rentes e´ necessa´ria. Para permitir a comunicac¸a˜o de uma mesma aplicac¸a˜o web com ser-
vidores com domı´nios diferente, o framework utilizou uma te´cnica definida como CORS
(Cross-Origin Resource Sharing) [36]. Esta te´cnica consiste de uma simples modificac¸a˜o
no cabec¸alho da comunicac¸a˜o HTTP entre o servidor e o cliente. Assim, o uso do atri-
buto Access-Control-Allow-Origin no cabec¸alho HTTP da resposta do servidor, contendo
como valor uma relac¸a˜o dos domı´nios no qual o mesmo aceita o compartilhamento do re-
curso permitira´ a troca de dados entre estes domı´nios. Para exemplificar, suponha um re-
curso presente em http://dominio2.com/alomundo, cujo conteu´do seja a string Aloˆ Mundo.
Para permitir que o domı´nio http://dominio1.com seja capaz de acessar tal recurso, a res-
posta HTTP deste recurso deve ser configurada para possuir em seu cabec¸alho, ale´m dos
obrigato´rios, o atributo Access-Control-Allow-Origin com o valor http://dominio1.com,
conforme listagem 3.1.
1 Access-Control-Allow-Origin: http://dominio1.com
2 Alo Mundo!
Listagem 3.1: Cabec¸alho HTTP de um servidor web utilizando CORS
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Desta forma, usando o objeto XMLHttpRequest [4] da API ECMAScript [21], uma
aplicac¸a˜o cliente oriunda de http://dominio1.com pode acessar o recurso disponı´vel em
http://dominio2.com/alomundo, conforme listagem 3.2.
1 var client = new XMLHttpRequest();
2 client.open("GET", "http://dominio2.com/alomundo")
3 client.onreadystatechange = function() { /* do something */ }
4 client.send()
Listagem 3.2: Exemplo de Requisic¸a˜o AJAX para acesso a diferentes domı´nios
A figura 3.11 apresenta um exemplo do uso da te´cnica CORS para a comunicac¸a˜o de
uma aplicac¸o˜es web com servidores de diferentes domı´nios.
Figura 3.11: Exemplo de uso de CORS
Para o desenvolvimento de uma aplicac¸a˜o web com o framework desenvolvido neste
trabalho, os servidores web a serem utilizados devem enta˜o estar configurados de forma
a permitir o funcionamento da te´cnica CORS, ou seja, todas as respostas a`s requisic¸o˜es
feitas devem conter em seu cabec¸alho HTTP o atributo Access-Control-Allow-Origin com
valor igual a lista dos domı´nios dos demais servidores web utilizados.
A funcionalidade de troca de servidores web foi implementada no framework utili-
zando uma lista contendo o enderec¸o de todos os servidores web disponı´veis, que deve
estar presente em um ficheiro JavaScript que conte´m os paraˆmetros de configurac¸a˜o da
aplicac¸a˜o. Os enderec¸os dos servidores web va˜o sendo utilizados na ordem em que sa˜o
inseridos na lista, ate´ que um servidor web correto seja contatado. Cabe ressaltar que o
nu´mero de servidores web presente na lista deve ser, no mı´nimo, igual ao nu´mero de fal-
tas que se pretende tolerar, somado mais uma unidade. Este nu´mero garante a existeˆncia
de pelo menos um servidor web correto que, inevitavelmente, sera´ contatado no caso de
ocorreˆncia de falhas.
Nota-se com esta implementac¸a˜o que a funcionalidade de troca de servidor web ocorre
de forma transparente ao utilizador da aplicac¸a˜o web, tanto no que se refere a ocorreˆncia
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de falhas, quanto a` localizac¸a˜o dos servidores web contatados.
3.4 Ana´lise da Seguranc¸a
Os ataques efetuados por um servidor web comprometido podem basicamente ser dividos
em cinco tipos:
1. Alterac¸a˜o do co´digo fonte da aplicac¸a˜o enviado no primeiro acesso.
2. Atrasar ou deixar de encaminhar mensagens.
3. Alterar a sintaxe das mensagens, excluindo ou alterando os nomes dos campos das
mensagens
4. Alterac¸a˜o os campos das mensagens.
5. Replay de mensagens enviadas em operac¸o˜es anteriores.
Ataque 1 No primeiro tipo de ataque, um servidor web foi comprometido antes do
primeiro acesso e o co´digo fonte da aplicac¸a˜o foi modificado pelo atacante. Para evitar
que o co´digo malicioso seja executado no navegador web do utilizador, o framework
utiliza um mecanismo de assinatura digital descrito na sec¸a˜o 3.3.1, utilizando um par
de chaves pu´blica-privada entre o desenvolvedor e o utilizador da aplicac¸a˜o. Uma outra
opc¸a˜o para a resisteˆncia a este ataque e´ o envio do co´digo da aplicac¸a˜o utilizando canais
seguros, como por exemplo, o PGP [40].
Ataque 2 O segundo tipo de ataque (atraso ou omissa˜o) e´ tolerado pelo framework com
o uso do me´todo setTimeout do objeto Window da linguagem JavaScript, que permite
chamar uma func¸a˜o ou avaliar uma expressa˜o apo´s um nu´mero de milisegundos especifi-
cado. Com a utilizac¸a˜o deste me´todo no framework desenvolvido, foi possı´vel configurar
um limite de tempo no qual o navegador web deve esperar pela resposta a uma requisic¸a˜o,
limite este que, uma vez atingido, causa a troca de servidor web de forma transparente
para o utilizador.
Ataque 3 Os ataques do terceiro tipo referem-se a capacidade do servidor web com-
prometido alterar o padra˜o das mensagens trocadas entre a aplicac¸a˜o web e a base de
dados. Para tolerar este ataque, o framework faz uma validac¸a˜o da sintaxe das mensagens
recebidas, no que se refere ao seu formato (JSON ou XML) e a presenc¸a de todos os
campos necessa´rios para o funcionamento correto da aplicac¸a˜o. Caso esta validac¸a˜o na˜o
seja feita, o framework realiza a troca de servidor web, tolerando o ataque em questa˜o.
A toleraˆncia a este tipo de ataque pode ser melhor visualizada pelos caminhos A3.I →
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A3.1→ A3.10→ A1.4 (figura 3.6) e C3.I → C3.1→ C3.9→ C1.1 (figura 3.10) dos
protocolos de autenticac¸a˜o e de comunicac¸a˜o, respectivamente.
Ataque 4 Os ataques do quarto tipo sa˜o, em sua grande maioria, tolerados pelos me-
canismos de integridade implementados pelo framework: Message Authentication Code
(MAC) usando a chave de sessa˜o estabelecida apo´s a autenticac¸a˜o mu´tua (Ks), para o
caso das mensagens enviadas pela aplicac¸a˜o em execuc¸a˜o no navegador web do utili-
zador; e assinaturas digitais com o uso da chave privada da base de dados e a corres-
pondente chave pu´blica pre´-configurada no co´digo da aplicac¸a˜o, para o caso das men-
sagens enviadas pela base de dados. Alterac¸o˜es nas mensagens de resposta da base de
dados no protocolo de autenticac¸a˜o (ID , EKs(T ), Sa, Sb, SIGNATURE ) e no protocolo
de comunicac¸a˜o (STATUS , ID , T +1,RS , EKs(TID, SIGNATURE ) , sa˜o identificadas
com a validac¸a˜o da assinatura digital feita pela base de dados e toleradas com a troca de
servidor web e realizac¸a˜o de uma nova requisic¸a˜o. Os caminhos do fluxograma seguido
neste ataque sera˜o, enta˜o, A3.I → A3.2→ A3.10→ A1.4→ A1.F (figuras 3.6 e 3.4),
para o caso do protocolo de autenticac¸a˜o e C3.I → C3.1 → C3.2 → C3.9 → C1.1 →
C1.2 → C1.3 → C1.F (figuras 3.10 e 3.8), para o caso do protocolo de comunicac¸a˜o.
De forma semelhante, alterac¸o˜es na mensagem de envio no protocolo de comunicac¸a˜o
(ID , T +1, D,MACKs) sa˜o identificadas com a validac¸a˜o pela base de dados do MAC da
mensagem feito com a chave de sessa˜o Ks. Esta na˜o validac¸a˜o acarretara´ em uma men-
sagem de resposta contendo o campo STATUS com valor NOK , que sera´ identificada
pela aplicac¸a˜o e tolerada pela troca de servidor web e solicitac¸a˜o de nova autenticac¸a˜o. O
caminho do fluxograma seguido neste caso e´ C2.I → C2.1→ C2.2→ C2.7→ C2.8→
C2.9→ C2.F → C3.I → C3.1→ C3.2→ C3.7→ C3.8→ C3.F (figura 3.9 e figura
3.10).
A excec¸a˜o no uso de mecanismos de integridade para tolerar ataques de modificac¸a˜o
de mensagens e´ feita para a primeira mensagem enviada para a base de dados na fase
de autenticac¸a˜o (ID , Sa, h), justamente por ser a u´nica mensagem do protocolo que na˜o
possui um mecanismo de integridade adicionado. Entretanto, caso algum campo desta
mensagem seja alterado por um servidor web comprometido, a autenticac¸a˜o junto a base
de dados na˜o sera´ realizada, pois a verificac¸a˜o h == H(P |Sa) na˜o sera´ va´lida e a base
de dados respondera´ a requisic¸a˜o com o campo STATUS da mensagem como NOK , in-
dicando para a aplicac¸a˜o web que na˜o foi possı´vel realizar a autenticac¸a˜o do utilizador.
Desta forma, o ataque acarretara´ na na˜o disponibilidade da aplicac¸a˜o web para um uti-
lizador credenciado. Para este caso, a toleraˆncia do ataque e´ alcanc¸ado pela realizac¸a˜o
da troca de servidor web, sempre que uma mensagem de autenticac¸a˜o contendo o campo
STATUS com valor NOK . Como esta mensagem tambe´m sera´ recebida no caso de ser
contatado um servidor web correto, mas a combinac¸a˜o ID - palavra-passe inserida pelo
utilizador ser inva´lida, esta troca sera´ realizada tantas vezes quantas forem necessa´rias
Capı´tulo 3. Framework TRIALs 34
ate´ que um servidor correto seja contatado e o identificador ID e a palavra-passe sejam
fornecidos pelo utilizador de maneira correta. Para este ataque, a toleraˆncia pode ser vi-
sualizada pelo caminho A2.I → A2.1 → A2.2 → A2.8 → A2.9 → A2.10 → A2.F →
A3.I → A3.2→ A3.3→ A3.8→ A3.9A3.F (figuras 3.5 e 3.6).
Ataque 5 Os ataques do quinto tipo, na qual as mensagens sa˜o retransmitidas, seja para
a base de dados ou para os utilizadores da aplicac¸a˜o, e´ tambe´m conhecido como ataque
de replay. Este tipo de ataque e´ caracterizado basicamente pelo armazenamento de men-
sagens ou partes dela, retransmitindo-as em outro contexto. As mensagens podem ser
redirecionadas para outros destinata´rios diferentes daqueles originariamente pretendidos,
ou podem ser repetidas em diferentes instaˆncias do protocolo ou passos de transmissa˜o
[5]. Assim, um servidor web comprometido pode, por exemplo, armazenar a mensagem
enviada pela aplicac¸a˜o web para o inı´cio da autenticac¸a˜o mu´tua (ID , Sa, h), e retransmitı´-
la para a base de dados com o objetivo de personificar um determinado utilizador. Caso
isto ocorra, a base de dados realizara´ a autenticac¸a˜o do pseuso-utilizador, estabelecera´
uma chave de sessa˜o (Ks) para as comunicac¸o˜es futuras e encaminhara´ a mensagem pre-
vista no protocolo (STATUS , ID , EKs(T ), Sa, Sb, SIGNATURE ) para o servidor web
comprometido. Entretanto, como a chave de sessa˜o e´ gerada utilizando o segredo P ,
que e´ do conhecimento somente da base de dados e do utilizador, na˜o sera´ possı´vel ao
servidor web comprometido calcular a chave de sessa˜o e, consequentemente, decifrar o
nu´mero aleato´rio T gerado, para permitir a realizac¸a˜o da pro´xima requisic¸a˜o. Um pro-
blema adicional neste tipo de ataque e´ a na˜o possibilidade de realizac¸a˜o de requisic¸o˜es
futuras pelo utilizador com o ID presente na mensagem retransmitida e autenticado an-
teriormente a tal retransmissa˜o. Isto ocorre pelo facto da retransmissa˜o da mensagem
ocasionar o estabelecimento de uma nova chave de sessa˜o Ks, fazendo com que a base de
dados na˜o valide a integridade da mensagem enviada pela aplicac¸a˜o para a realizac¸a˜o da
operac¸a˜o. A consequeˆncia desta na˜o validac¸a˜o e´ o uso do valorNOK no campo STATUS
da mensagem de resposta da base de dados, o que acarretara´ na troca de servidor web e
solicitac¸a˜o de nova autenticac¸a˜o. Assim, este ataque acaba por ser ineficiente tambe´m
devido a um mecanismo de integridade: o MAC presente na mensagem do protocolo de
comunicac¸a˜o enviada pela aplicac¸a˜o web (ID , T + 1, D,MACKs), cuja defesa pode ser
representada no caminho A2.I → A2.1→ A2.2→ A2.8→ A2.9→ A2.10→ A2.F →
A3.I → A3.2→ A3.3→ A3.8→ A3.9A3.F (figuras 3.5 e 3.6).
Um servidor web comprometido pode ainda retransmitir a mensagem STATUS , ID ,
EKs(T ), Sa, Sb, SIGNATUREKs para a aplicac¸a˜o web como resposta a uma mensa-
gem para realizac¸a˜o da autenticac¸a˜o mu´tua, com o objetivo de personificar a base de
dados. Nesta caso, a toleraˆncia do framework para este ataque e´ atrave´s da utilizac¸a˜o do
nu´mero aleato´rio Sa, gerado em cada uma das operac¸o˜es de autenticac¸a˜o pela aplicac¸a˜o
web em execuc¸a˜o no navegador web do utilizador. Ao receber a mensagem de resposta
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da autenticac¸a˜o mu´tua, a aplicac¸a˜o web fara´ inicialmente a validac¸a˜o do nu´mero aleato´rio
Sa, comparando-o com o que foi enviado na mensagem inicial (ID, Sa, h). Tal validac¸a˜o
na˜o sera´ efetuada, para o caso da retransmissa˜o de uma mensagem em questa˜o e ocorrera´
a troca de servidor web e o reenvio da mensagem da requisic¸a˜o, facilmente visualizada
pelo caminho A3.I → A3.1 → A3.2 → A3.3 → A3.4 → A3.10 → A1.4 → A1.F
(figuras 3.6 e 3.4).
Um outro ataque possı´vel e´ a retransmissa˜o da mensagem ID, T + 1, D,MACKs por
um servidor web comprometido, com o objetivo de personificar o utilizador da aplicac¸a˜o
web. Ao receber tal mensagem, o protocolo implementado determina a verificac¸a˜o do
campo T + 1 por parte da base de dados, com relac¸a˜o ao nu´mero T relacionado com o
identificador do utilizador ID , que e´ armazenado nos registos da base de dados e subs-
tituı´do a cada operac¸a˜o realizada. Novamente, no caso de uma mensagem retransmitida,
esta verificac¸a˜o na˜o sera´ realizada e a mensagem retransmitida tera´ como resposta uma
mesagem contento o valor NOK no campo STATUS . Novamente, ao receber tal mensa-
gem, a aplicac¸a˜o web realizara´ a troca do servidor e solicitara´ um nova autenticac¸a˜o. A
resisteˆncia a este ataque pode ser representada pelo caminho C2.I → C2.1 → C2.2 →
C2.3 → C2.8 → C2.9 → C2.10C2.10 (figura 3.9). O mesmo raciocı´nio pode ser feito
na retransmissa˜o da mensagem STATUS , ID , T + 1,RS , EKs(TID), SIGNATUREKs,
para a aplicac¸a˜o web, com a diferenc¸a de que, neste caso, a verificac¸a˜o do campo T +1 e´
feita pela aplicac¸a˜o web.
Discussa˜o Ressalta-se que uma combinac¸a˜o dos ataques descritos nesta sec¸a˜o podem
ser utilizados por um servidor malicioso, mas e´ fa´cil perceber que os mecanismos utiliza-
dos para tolera´-los podem tambe´m ser combinados de forma a resistir tais ataques.
Como pode ser visto, o framework desenvolvido utilizou mecanismos para protec¸a˜o da
integridade (MAC e assinaturas digitais), cifras sime´tricas e nu´meros aleato´rios gerados
em cada operac¸a˜o e utilizados nas mensagens trocadas para implementar a seguranc¸a
da aplicac¸a˜o web de forma a garantir o seu correto funcionamento, mesmo na presenc¸a
de servidores web comprometidos. A funcionalidade de troca de servidor web ta˜o logo
seja constatado a presenc¸a de um servidor web ou um limite de tempo pre´-definido seja
atingido na espera das resposta permitiu tolerar os ataques possı´veis de serem executados
por um servidor web malicioso.
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Capı´tulo 4
Implementac¸a˜o
Nesta sec¸a˜o, sera´ descrito a implementac¸a˜o do TRIALs, no que se refere a sua organizac¸a˜o
geral, paraˆmetros de configurac¸a˜o, funcionalidades presentes na camada de seguranc¸a a
serem utilizadas pelas aplicac¸o˜es web e camada de seguranc¸a a ser implementada na base
de dados.
4.1 Organizac¸a˜o Geral
O TRIALs foi desenvolvido na linguagem de programac¸a˜o JavaScript, com o uso da tec-
nologia AJAX e formato das mensagens em JSON. A estrate´gia foi criar uma camada
de seguranc¸a adicional a esta tecnologia, permitindo a implementac¸a˜o de funcionalidades
que garantissem a integridade e autenticidade dos dados recebidos de servidores web po-
tencialmentes maliciosos, juntamente com a possibilidade de troca de servidor web ta˜o
logo tais propriedades de seguranc¸a sejam violadas ou um limite de tempo pre´-definido
seja atingido na espera de uma resposta a uma requisic¸a˜o HTTP. Esta camada adicional
esta´ divida em dois ficheiros JavaScript, a ser inluı´do na pa´gina principal da aplicac¸a˜o
web: um relacionado com os paraˆmetros de configurac¸a˜o para o correto funcionamento
do TRIALs e outro contendo as funcionalidades de seguranc¸a oferecidas pelo framework.
Adicionalmente, uma camada de seguranc¸a a ser implementada na base de dados foi im-
plementada para suportar a assinatura das mensagens enviadas por este componente para
a aplicac¸a˜o web.
4.2 Configurac¸a˜o
Inicialmente, um conjunto de paraˆmetros devem ser configurados em um ficheiro JavaS-
cript (config.js) para permitir o correto funcionamento do framework. A tabela 4.1 apre-
senta tais paraˆmetros, com suas respectivas descric¸o˜es e valores iniciais.
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Paraˆmetro Descric¸a˜o Valor Inicial
ajaxRequest Objeto XMLHttpRequest
da API HTTP ECMAScript,
responsa´vel pela realizac¸a˜o
das requisic¸o˜es HTTP da
aplicac¸a˜o web.
new XMLHttpRequest()
servers Array contendo o enderec¸o
dos servidores web dis-
ponı´veis. Os servidores sera˜o
utilizados na ordem que sa˜o
inseridos na matriz.
Enderec¸os dos servidores
web a serem utilizados,
inseridos pelo desenvolvedor
da aplicac¸a˜o.
currentServer I´ndice do servidor atualmente
em uso pela aplicac¸a˜o web.
0
cert Certificado digital, em for-
mato X.509, para validac¸a˜o
das assinaturas digitais feitas
pela base de dados.
String contendo o certificado
digital em formato X.509,
que deve ser inserido pelo de-
senvolvedor da aplicac¸a˜o.
ID Identificador do utilizador null
P Hash da palavra-passe forne-
cida pelo utilizador
null
Ks Chave de sessa˜o que sera´
utilizada para cifrar dados
nas comunicac¸o˜es entre a
aplicac¸a˜o web e a base de da-
dos. Seu valor sera´ atuali-
zado sempre que o protocolo
de autenticac¸a˜o finalizar com
sucesso.
null
T Nu´mero aleato´rio, utilizado
como token para realizac¸a˜o
das requisic¸o˜es da aplicac¸a˜o
web. Seu valor sera´ atu-
alizado sempre que uma
requisic¸a˜o for respondida
com sucesso.
null
IV Vetor inicial utilizado na cifra
sime´trica do algoritmo AES.
String com 16 bytes que deve
ser inserido pelo desenvolve-
dor da aplicac¸a˜o.
Tabela 4.1: Paraˆmetros de configurac¸a˜o do TRIALs.
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4.3 Camada de Seguranc¸a da Aplicac¸a˜o
Um outro ficheiro JavaScript (seclayer.js) foi utilizado para guardar as implementac¸o˜es
das func¸o˜es principais e secunda´rias do framework, que sera˜o descritas a seguir . Define-
se aqui como func¸o˜es prima´rias aquelas que sera˜o utilizadas diretamente pelos desenvol-
vedores da aplicac¸a˜o web e func¸o˜es secunda´rias aquelas que sera˜o usadas internamente
pelo framework.
O framework utilizou duas bibliotecas JavaScript para a realizac¸a˜o das operac¸o˜es crip-
togra´ficas sime´tricas, validac¸a˜o de assinatura digital e func¸a˜o de sı´ntese (Hash). Sa˜o elas:
• jsrsasign [35]: biblioteca livre e de co´digo aberto, desenvolvida por Kenji Urushima
para realizac¸a˜o e validac¸a˜o de assinaturas digitais utilizando o algoritmo RSA e
os padro˜es de chave privada ASN.1, PKCS#1, PKCS#5 e de certificados digitais
X.509. A biblioteca foi utilizada para a validac¸a˜o das assinaturas digitais das men-
sagens enviadas pela base de dados para a aplicac¸a˜o web, atrave´s de uma func¸a˜o
secunda´ria do framework que leˆ o certificado digital presente na varia´vel global
cert, recebe como paraˆmetros a mesagem e sua correspondente assinatura digital e
retorna um valor booleano, de acordo com a validac¸a˜o ou na˜o da assinatura digital.
• SlowAES [20]: biblioteca desenvolvida por Josh Davis e Alex Martelli que imple-
menta o algoritmo AES para realizac¸a˜o de cifras sime´tricas, disponı´vel atualmente
nas linguagens de programac¸a˜o JavaScript, Python, Ruby e PHP. A versa˜o utilizada
no framework foi a disponibilizada em JavaScript e permitiu a decodificac¸a˜o da
varia´vel global T presente nas mensagens de resposta da base de dados a`s requisic¸o˜es
feitas pela aplicac¸a˜o. Este campo e´ necessa´rio para o processamento das requisic¸o˜es
da aplicac¸a˜o web e toleraˆncia aos ataques de replay por servidores web maliciosos
(sec¸a˜o 3.4). O framework implementou uma func¸a˜o secunda´ria que recebe como
paraˆmetros o nu´meto T cifrado, bem como a chave necessa´ria para a realizac¸a˜o
da decodificac¸a˜o (paraˆmetro Ks do framework). A func¸a˜o utiliza enta˜o me´todos
da bilbioteca para a decodificac¸a˜o da cifra e retorna o corresponde texto em claro
resultado da operac¸a˜o.
A funcionalidade de troca de servidor web foi implementada como uma func¸a˜o se-
cunda´ria que, a medida que e´ chamada, incrementa a varia´vel global currentServer, per-
mitindo o uso do pro´ximo enderec¸o de servidor web disponı´vel na matriz servers. A
func¸a˜o retorna um valor booleano, de acordo com a disponibilidade ou na˜o de um servi-
dor web na matriz e e´ chamada sempre que se constate a comunicac¸a˜o com um servidor
web com falhas (maliciosas ou na˜o).
O framework implementa ainda duas func¸o˜es principais, que servem como uma API
para utilizac¸a˜o dos desenvolvedores de aplicac¸o˜es web que o desejem utilizar. Tais func¸o˜es
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correspondem a` implementac¸a˜o dos protocolos de autenticac¸a˜o e de comunicac¸a˜o, des-
critos na sec¸a˜o 3.3.3 e ilustrados nas figuras 3.3 e 3.7, respectivamente. A tabela 4.2
apresenta as func¸o˜es principais para os desenvolvedores das aplicac¸o˜es web, com suas
respectivas descric¸o˜es e paraˆmetros necessa´rios.
Func¸a˜o Descric¸a˜o Paraˆmetros
requestLogin Func¸a˜o para realizac¸a˜o da
autenticac¸a˜o mu´tua entre o
utilizador da aplicac¸a˜o e a
base de dados
username, password, call-
back, fallback
requestData Func¸a˜o para realizar as
requisic¸o˜es de leitura e es-
crita para a base de dados,
com garantia de integridade
dos dados.
data, urlRequest, callback,
fallback, transformJsonFunc-
tion
Tabela 4.2: Func¸o˜es da API do TRIALs.
A func¸a˜o requestLogin implementa o protocolo de autenticac¸a˜o do TRIALs. Os
paraˆmetros username e password representam, respectivamente, o identificador e a palavra-
passe do utilizador que necessite se autenticar junto a` base de dados. Estes dados podem,
por exemplo, ser fornecidos pelo utilizador por meio de formula´rios HTML presentes na
pa´gina principal da aplicac¸a˜o. Os paraˆmetros callback e fallback representam o nome
de func¸o˜es que devem ser implementadas pelo desenvolvedor da aplicac¸a˜o e que sera˜o
chamadas pelo framework para o caso da autenticac¸a˜o ser realizada com sucesso (func¸a˜o
callback) ou no caso de ocorrer algum problema durante esta operac¸a˜o (func¸a˜o fallback).
Um exemplo de uso desta func¸a˜o por uma aplicac¸a˜o web pode ser visto na listagem 4.1.
Para simplificar, a inclusa˜o de todos os ficheiros da biblioteca jsrsasign e SlowAES foram
abreviados.
1 <html>
2 <head>
3 <!-- Ficheiros da biblioteca jsrsasign -->
4 <script src="javascript/rsa.js"></script>
5 <!-- ....... -->
6
7 <!-- Ficheiros da biblioteca SlowAES -->
8 <script src="javascript/aes.js"></script>
9 <!-- ....... -->
10
11 <!-- Ficheiros do FRAMEWORK -->
12 <script src="javascript/config.js"></script>
13 <script src="javascript/seclayer.js"></script>
14
15 <!-- Funcoes locais -->
16 <script>
17 function showHomePage() {
18 document.getElementById("loginDiv").style.display = "none";
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19 document.getElementById("messageDiv").innerHTML = "";
20 document.getElementById("homePageDiv").style.display = "inline";
21 }
22
23 function badAuthentication() {
24 document.getElementById("messageDiv").innerHTML = "Bad
Authentication. Try again.";
25 }
26
27 function doLogin() {
28 var username = document.getElementById("username").value;
29 var password = document.getElementById("password").value;
30 requestLogin(username, password, showHomePage, badAuthentication);
31 }
32 </script>
33 </head>
34 <body>
35 <div id="messageDiv" />
36
37 <div id="loginDiv">
38 <table width="30%" align="left" celpadding="1" cellspacing="1" border
="0">
39 <tr>
40 <td><b>Username: </b></td>
41 <td><input id="username" type="text"></td>
42 </tr>
43 <tr>
44 <td><b>Password: </b></td>
45 <td><input id="password" type="password"></td>
46 </tr>
47 <tr>
48 <td colspan="2" align="center"><input id="login_submit" type="
button" value="Submit" onclick="doLogin()"></td>
49 </tr>
50 </table>
51 </div>
52
53 <div id="homePageDiv" style="display:none">
54 <!-- some content -->
55 </div>
56 </body>
57 </html>
Listagem 4.1: Exemplo de uso do protocolo de autenticac¸a˜o.
Como pode ser visto, a utilizac¸a˜o do protocolo de autenticac¸a˜o pelo desenvolvedor de
uma aplicac¸a˜o web resume-se em criar as func¸o˜es de callback e fallback, bem como uma
func¸a˜o que leia o identificador e a palavra-passe fornecida pelo utilizador e que realize a
chamada da func¸a˜o requestLogin do framework com os paraˆmetros necessa´rios (linhas 27
a 31 da listagem 4.1).
Como explicado na sec¸a˜o 3.3.3, finalizado o protocolo de autenticac¸a˜o, uma chave
de sessa˜o e um token para a pro´xima requisic¸a˜o sa˜o armazenados pela aplicac¸a˜o web e
pela base de dados e o protocolo de comunicac¸a˜o (figura 3.7) pode ser iniciado. Este
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protocolo foi implementado no framework pela func¸a˜o requestData. O paraˆmetro data
diz respeito aos dados necessa´rios para a realizac¸a˜o de uma requisic¸a˜o. Pode ser, por
exemplo, a chave prima´ria de uma registo presente na base de dados a ser consultado,
um objeto em formato JSON a ser inserido ou alterado pela base de dados ou ate´ mesmo
uma string vazia, quando, por exemplo, deseja-se somente listar todos os registos de uma
tabela. O paraˆmetro urlRequest representa a complementac¸a˜o ao enderec¸o do servidor
web em utilizac¸a˜o na qual se deseja direcionar a requisic¸a˜o, formando o que se conhece
como recurso de um web service. Os paraˆmetros callback e fallback possuem a mesma
funcionalidade do protocolo de autenticac¸a˜o.
Por fim, o paraˆmetro transformJsonFunction representa o nome da func¸a˜o JavaS-
cript responsa´vel pela transformac¸a˜o do objeto JSON que sera´ recebido na resposta da
requisic¸a˜o em uma string. Esta transformac¸a˜o e´ necessa´ria pela facto do formato do re-
sultado das consultas da base de dados ser diferente daquele recebido pela aplicac¸a˜o web,
uma vez que o servidor web se encarregara´ de transformar todo o dado recebido pela base
de dados para o formato JSON. Como os dados consultados pela base de dados fazem
parte da mensagem resposta assinada digitalmente, faz-se necessa´ria uma func¸a˜o que re-
alize a transformac¸a˜o dos dados JSON recebidos para o formato utilizado pela base de
dados de forma a garantir a correta validac¸a˜o da assinatura digital. Esta transformac¸a˜o
pode ser implementada, por exemplo, realizando a simples concatenac¸a˜o dos valores dos
atributos de um objeto armazenado. Por exemplo, supondo a utilizac¸a˜o de uma base de da-
dos relacional, contendo uma tabela que armazena registos dos utilizadores da aplicac¸a˜o,
cujos atributos sa˜o id, firstName, lastName e password. Um registo desta tabela pode-
ria conter os valores: id = ”alice”, firstName = ”Alice”, lastName = ”Stark”e password
= ”41ic35t4rk”. Assim, a base de dados, ao responder a uma requisic¸a˜o para buscar os
dados de tal registo, utilizaria na mensagem resposta a ser assinada a string ”aliceAli-
ceStark41ic35t4rk”, juntamente com os demais campos da mensagem. Como o servidor
web encaminhara´ para a aplicac¸a˜o web tal objeto utilizando o formato JSON, a func¸a˜o
de transformac¸a˜o a ser implementada pelo desenvolvedor da aplicac¸a˜o web deve rece-
ber tal objeto JSON, extrair os valores dos seus campos e concatena´-los, visando obter
exatamente a mesma string utilizada pela base de dados para a realizac¸a˜o da assinatura e
viabilizar sua correta validac¸a˜o pelo TRIALs. Nos casos em que tal transformac¸a˜o na˜o
seja necessa´ria, como por exemplo em requisic¸o˜es que na˜o retornem objetos armazena-
dos na base de dados (modificac¸o˜es ou incluso˜es de registos, por exemplo), este paraˆmetro
devera´ possuir valor igual a null.
A listagem 4.2 apresenta um exemplo do uso da func¸a˜o implementada no framework
para a comunicac¸a˜o entre a aplicac¸a˜o web e a base de dados com garantia de integri-
dade. Para simplificar, a exportac¸a˜o dos ficheiros das bibliotecas JavaScript utilizadas
pelo framework, bem como dos ficheiros do pro´prio framework e as func¸o˜es utilizadas no
protocolo de autenticac¸a˜o foram omitidos do co´digo.
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1 <html>
2 <head>
3 <script>
4 function showUser(user) {
5 <!-- DOM manipulation to show user’s attributes -->
6 }
7
8 function badRequest() {
9 document.getElementById("messageDiv").innerHTML = "Error Message";
10 }
11
12 function userTransform(user) {
13 var u = "";
14 u += user.uid +
15 user.firstName +
16 user.lastName;
17 return u;
18 }
19
20 function getUser(uid) {
21 var url = "/getUser?";
22 requestData(uid, url, showUser, badRequest, userTransform);
23 }
24 </script>
25 </head>
26 <body>
27 <!-- HTML Page showing users -->
28 </body>
29 </html>
Listagem 4.2: Exemplo de uso do protocolo de comunicac¸a˜o.
O exemplo apresenta a implementac¸a˜o de um funcionalidade de solicitac¸a˜o dos atribu-
tos de um determinado utilizador da aplicac¸a˜o. A linha 22 da listagem 4.1 realiza a cha-
mada da func¸a˜o implementada pelo TRIALs para o inı´cio do protocolo de cominicac¸a˜o.
Tal func¸a˜o, em caso de processamento correto da requisic¸a˜o, realizara´ uma chamada a
func¸a˜o userTransform para permitir uma correta validac¸a˜o da assinatura digital feita pela
base de dados e, ocorrendo tal validac¸a˜o, chamara´ a func¸a˜o showUser, passando como
argumento o objeto JSON resultante da consulta feita pela base de dados e transformado
pelo servidor web. Esta func¸a˜o realizara´ enta˜o as manipulac¸o˜es de objetos DOM ne-
cessa´rias para exibic¸a˜o do resultado da requisic¸a˜o para o utilizador. Caso a requisic¸a˜o na˜o
seja processada corretamente, a func¸a˜o badRequest sera´ chamada para exibic¸a˜o de uma
mensagem de erro.
Novamente, e´ possı´vel observar que a utilizac¸a˜o do framework para a realizac¸a˜o de
operac¸o˜es com garantia de integridade dos dados entre a aplicac¸a˜o web e a base de dados
resume-se na leitura dos dados a serem utilizados na requisic¸a˜o, indicac¸a˜o do recurso a
ser acessado, definic¸a˜o de uma func¸a˜o para tratamento dos dados recebidos, definic¸a˜o de
uma func¸a˜o para o tratamento de erros e defnic¸a˜o de uma func¸a˜o de transformac¸a˜o do
resultado da requisic¸a˜o, se for o caso.
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O co´digo fonte dos dois ficheiros JavaScript implementados do TRIALs esta˜o listados
no Anexo 1 do presente trabalho.
4.4 Camada de Seguranc¸a da Base de Dados
O TRIALs utiliza assinaturas digitais da base de dados como mecanismo de autentici-
dade e integridade das mensagens enviadas pela base de dados para a aplicac¸a˜o web.
Assim, fez-se necessa´ria uma camada de seguranc¸a adicional, impelementada na base de
dados, de forma a garantir a realizac¸a˜o dessas assinaturas de acordo com os protocolos de
autenticac¸a˜o e comunicac¸a˜o implementados no framework.
Neste trabalho, uma camada de seguranc¸a foi adicionada a uma base de dados, com
o objetivo de receber as requisic¸o˜es dos servidores web, processa´-las realizando consul-
tas/escritas dos dados da aplicac¸a˜o por meio do sistema de gesta˜o de base de dados utili-
zado e realizar a assinatura digital das mensagens enviadas como respostas a`s requisic¸o˜es
feitas.
Na aplicac¸a˜o web que foi desenvolvida utilizando o TRIALs para fins de avaliac¸a˜o
neste trabalho, esta camada foi implementada utilizando a linguagem de programac¸a˜o
Java, por meio de chamadas remotas de me´todos de uma classe, utilizando a API Java
RMI [19]. Tais me´todos possuem como paraˆmetros a serem recebidos os valores dos cam-
pos presentes na mensagem JSON recebida pelo servidor web e realizam as validac¸o˜es
e requisic¸o˜es a` base de dados conforme fluxogramas ilustrados nas figuras 3.5 e 3.9.
Processada a requisic¸a˜o, esta camada assina os dados a serem enviados como resposta
para o servidor web, resposta esta que representa uma estrutura de dados (ArrayList)
contendo os campos correspondetes a`s mensagens de resposta definidos nos protocolos
implementados, a saber: STATUS , ID , EKs(T ), Sa, Sb e SIGNATUREKs para o caso
do protocolo de autenticac¸a˜o; e STATUS , ID , T + 1, RS , EKs(TID) e SIGNATUREKs
para o caso do protocolo de comunicac¸a˜o. Ressalta-se que, como mencionado na sec¸a˜o
3.3, para o protocolo de comunicac¸a˜o, pode-se utilizar em substuic¸a˜o da assinatura digital
um MAC da mensagem resposta utilizando a chave de sessa˜o estabelecida no protocolo
de autenticac¸a˜o.
Capı´tulo 5
Validac¸a˜o e Avaliac¸a˜o
Esta sec¸a˜o apresentara´ as avaliac¸o˜es de desempenho realizadas em uma aplicac¸a˜o desen-
volvida a partir do TRIALs, no que se refere aos tempos de processamento de algumas
das funcionalidades implementadas, seja pela base de dados, seja pela aplicac¸a˜o web em
execuc¸a˜o no navegador web de um utilizador.
Inicialmente, sera´ apresentada a validac¸a˜o do TRIALs por meio de uma aplicac¸a˜o web
exemplo desenvolvida a partir do framework. A seguir sera˜o apresentados os resultados
de avaliac¸o˜es realizadas, onde testes de desempenho foram realizados na base de dados e
na aplicac¸a˜o web de forma isolada, levando em considerac¸a˜o as operac¸o˜es de validac¸a˜o
de assinaturas digitais e MAC em navegadores web e o tempo de processamento local dos
protocolos de autenticac¸a˜o e de comunicac¸a˜o pela base de dados, utilizando diferentes
tamanhos de mensagens respostas e de mecanismos de integridade (assinatura digital e
MAC). Em seguida, sera˜o apresentados os resultados das avaliac¸o˜es que referem-se a`s
comparac¸o˜es feitas entre as lateˆncias dos protocolos de autenticac¸a˜o e comunicac¸a˜o entre
uma aplicac¸a˜o desenvolvida a partir do TRIALs e a aplicac¸a˜o exemplo, sem a presenc¸a de
falhas em servidores web. Como consequeˆncia desta u´ltima, uma estimativa do through-
put de um servidor de base de dados sera´ apresentada, bem como do overhead do uso do
TRIALs em um ambiente de rede de larga escala. Por fim, sera˜o apresentados os resulta-
dos observados nas lateˆncias dos protocolos de autenticac¸a˜o e comunicac¸a˜o, para o caso
de presenc¸a de falhas nos servidores web. Todos os testes apresentados foram realizados
utilizando 10.000 amostras, dos quais representamos a me´dia aritme´tica.
5.1 Validac¸a˜o: Aplicac¸a˜o Web Exemplo
Com a finalidade de validar a possibilidade do desenvolvimeto de uma aplicac¸a˜o web
utilizando o framework proposto neste trabalho, foi desenvolvida uma pequena aplicac¸a˜o
web que representa um sistema informa´tico de uma loja de venda de miniaturas de carros
e avio˜es, cujo modelo de dados pode ser visto na figura 5.1.
A este modelo de dados foi acrescentado uma tabela para armazenamento dos dados
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Figura 5.1: Modelo de dados da aplicac¸a˜o web exemplo.
dos utilizadores da aplicac¸a˜o, necessa´rios para o funcionamento do framework (ID , P ,
Ks e T ). Foram desenvolvidos tambe´m dois servidores web, um utilizando a linguagem
de progamac¸a˜o Java e outro utilizando o PHP, o que permitiu a realizac¸a˜o de testes da
funcionalidade de troca de servidores em caso de falhas. A escolha de linguagens de
programac¸a˜o diferentes visou demonstrar a independeˆncia do framework com relac¸a˜o a
arquitetura utilizada pelos servidores web disponı´veis, ale´m de usufruir das vantagens
presentes no mecanismo da diversidade para reduzir a probabilidade de vulnerabilidades
existentes em mais de uma componente de um sistema tolerante a` falhas [6]. Este meca-
nismo e´ utilizado de forma que cada componente use diferentes software para executar
a mesma func¸a˜o, com a expectativa de que as diferenc¸as ira˜o reduzir a ocorreˆncia de
vulnerabilidades comuns, isto e´, as vulnerabilidades existentes em mais de um sistema
[17].
A parte do servidor de aplicac¸a˜o web foi desenvolvida utilizando a versa˜o JDK 1.6
e foi concretizado usando o servidor HTTP Apache Tomcat 6, Java Beans e Servlets,
enquanto o servidor PHP utilizou a versa˜o 5.5 e foi concretizado usando o servidor HTTP
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Apache 2.4. Para a base de dados, foi utilizado o Sistema de Gesta˜o de Base de Dados
MySQL versa˜o 5.6, onde foram criadas as tabelas do modelo de dados da figura 5.1, com
a inserc¸a˜o de alguns registos.
5.2 Avaliac¸a˜o do TRIALs
5.2.1 Primitivas Criptogra´ficas no Navegador Web
Com o objetivo de avaliar o tempo de execuc¸a˜o da validac¸a˜o de assinaturas digitais em
navegadores web, foram realizados testes em diferentes navegadores web executando tal
operac¸a˜o. Para isso, uma pequena pa´gina web esta´tica foi construı´da, contendo um for-
mula´rio com a mensagem e sua respectiva assinatura, bem como o necessa´rio certificado
digital pre´-configurado como uma varia´vel global em um script JavaScript. O algoritmo
para verificac¸a˜o das assinaturas digitais utilizado foi o RSA, com chaves de 512 e 1024
bits. A implementac¸a˜o do RSA em JavaScript foi realizada atrave´s da biblioteca jsrsasign
[35], a mesma utilizada no framework TRIALs. As me´dias dos testes realizados, com
diferentes tamanhos de mensagens, esta˜o apresentadas na figura 5.2. As figuras 5.2(a) e
5.2(c) representam as me´dias observadas em mensagens de ate´ 1 MB e as figuras 5.2(b)
e 5.2(d) apresentam os mesmos dados, pore´m com o limite superior do intervalo do ta-
manho das mensagens igual a 100 KB, com o objetivo de observar melhor o desempenho
dos navegadores neste intevalo.
A avaliac¸a˜o dos gra´ficos das figuras 5.2(b) e 5.2(d) permite verificar que o tempo de
processamento na validac¸a˜o de assinaturas digitais sa˜o pro´ximos para tamanhos de men-
sagem inferiores a 100 KB, na˜o ultrapassando os 120 ms, tanto para o uso de chaves de
512 bits, quanto de 1024 bits. A partir deste valor, verifica-se uma grande variac¸a˜o no de-
sempenho dos navegadores, sendo o Mozilla Firefox o que apresenta melhor desempenho.
Observa-se tambe´m que, com excec¸a˜o do navegador Internet Explorer, todos os tempos
de processamento na validac¸a˜o das assinaturas digitais de mensagens inferiores a 1 MB
sa˜o inferiores a 1.000 ms (figuras 5.2(a) e 5.2(c)), o que pode ser considerado como um
tempo aceita´vel para a realizac¸a˜o desta funcionalidade em navegadores web. Observa-se
tambe´m um pequena diferenc¸a de desempenho na realizac¸a˜o de assinaturas com chaves
de 512 bits ou 1024 bits. Esta ana´lise encoraja o desenvolvimento de aplicac¸o˜es web que
utilizem a validac¸a˜o de assinaturas digitais pelos navegadores web dos seus utilizadores,
o que permitiria a identificac¸a˜o de servidores web ou atacantes que alteram as mensagens
trocadas entre uma aplicac¸a˜o web e uma base de dados ou ate´ mesmo outras aplicac¸o˜es
web.
Outra avaliac¸a˜o realizada com navegadores web foi a decifra de conteu´dos utilizando
cifras sime´tricas. O protocolo utilizado para avaliac¸a˜o foi o mesmo utilizado pelo TRI-
ALs: o AES. A implementac¸a˜o do AES utilizou a biblioteca SlowAES [20], com cha-
ves de 256 bits e modo de operac¸a˜o CBC (Cipher Block Chaining) [23]. A exemplo
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Figura 5.2: Tempo de validac¸a˜o de assinaturas digitais RSA.
da avaliac¸a˜o anterior, tambe´m foi construı´da uma pequena pa´gina web esta´tica para a
realizac¸a˜o dos testes de desempenho, utilizando diferentes tamanhos de mensagens. As
me´dias dos testes esta˜o apresentadas na figura 5.3. Ressalta-se que o TRIALs utiliza cifra
sime´trica apenas para proteger o token utilizado nas mensagens trocadas na interac¸a˜o com
a base de dados, gerados como nu´meros aleato´rios, logo, em mensagens pequenas.
E´ possı´vel observar no gra´fico da figura 5.3 que o tempo para a realizac¸a˜o da deci-
fra de mensagens sa˜o semelhantes nos navegadores web testados, na˜o ultrapassando este
tempo os 130 ms. Estes resultados tambe´m apresentam-se como favora´veis a` utilizac¸a˜o de
navegadores web para garantir a confidencialidade de mensagens pequenas de aplicac¸o˜es
web utilizando cifras sime´tricas.
O TRIALs utiliza tambe´m MACs como mecanismo de verificac¸a˜o de integridade de
mensagens, sendo o algoritmo hash o SHA-256 [1] o escolhido na concretizac¸a˜o. Por
isso, foram realizados tambe´m testes de desempenho de navegadores web para a gerac¸a˜o
de MAC utilizando tal protocolo. Novamente, os testes foram realizados a partir de uma
pequena pa´gina web esta´tica criada, onde mensagens de diferentes tamanhos foram uti-
lizadas juntamente com uma chave de 256 bits para gerac¸a˜o dos MACs. As me´dias dos
testes realizados sa˜o mostradas na figura 5.4. A figura permite verificar que o tempo
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Figura 5.3: Tempo de decifra com cifra sime´trica AES-256.
de processamento para gerac¸a˜o de MAC em mensagens de ate´ 100 KB sa˜o semelhan-
tes entre os navegadores web testados e que na˜o ultrapassam 200 ms. A partir deste
limite, e´ possı´vel verificar diferentes desempenhos entre os navegadores, destacando-se
como o mais eficiente o Mozilla Firefox. Novamente, esta ana´lise encoraja a utilizac¸a˜o
de navegadores web para verificar a integridade de mensagens em aplicac¸o˜es web utili-
zando o mecanismo de MAC, uma vez que os tempos de processamento apresentados,
principalmente para mensagens inferiores a 100 KB, mostram-se via´veis a sua utilizac¸a˜o
sem prejudicar o desempenho da aplicac¸a˜o web, o que permite que aplicac¸o˜es web em
execuc¸a˜o nos navegadores web possam identificar a alterac¸a˜o de mensagens por atacantes
ou servidores web maliciosos.
Figura 5.4: Tempo de gerac¸a˜o de hash com SHA-256.
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5.2.2 Primitivas Criptogra´ficas no Servidor da Base de Dados
Do lado da base de dados, foram realizadas avaliac¸o˜es no tempo de processamento local
dos protocolos de autenticac¸a˜o e de comunicac¸a˜o implementados no TRIALs, sem levar
em considerac¸a˜o a lateˆncia de uma rede de dados (que sera´ avaliada na sec¸a˜o 5.2.3).
Os testes foram realizados utilizando assinatura digital por meio do RSA (chaves de 512
e 1024 bits) e MAC utilizando o SHA-256 (chave de 256 bits). Ale´m disso, a aplicac¸a˜o
web baseline, sem os mecanismos de seguranc¸a implementados pelo TRIALs, tambe´m foi
avaliada no que se refere ao seu desempenho, com o objetivo de realizar uma comparac¸a˜o
com a aplicac¸a˜o exemplo desenvolvida e identificar o overhead dos mecanismos propos-
tos.
A base de dados utilizada nos testes foi instalada em uma ma´quina contendo 1 CPU
Intel Core i7, com 4 cores, de 1,73 GHz cada e memo´ria RAM de 8 GB. A camada de
seguranc¸a da base de dados descrita na sec¸a˜o 4.4 foi implementada na linguagem de
programac¸a˜o Java, com o objetivo de realizar consultas a uma base de dados instalada no
sistema de gesta˜o de base de dados MySQL 5.5 por meio da API JDBC [15].
Para a realizac¸a˜o dos testes de desempenho do protocolo de autenticac¸a˜o, uma classe
Java implementou a sequeˆncia de atividades ilustradas no fluxograma da figura 3.5. Mais
precisamente, foi medido o tempo de processamento do caminho A2.I → A2.1 →
A2.2 → A2.3 → A2.4 → A2.5 → A2.6 → A2.7 → A2.9 da citada figura. Ale´m
disso, foram realizados testes utilizando a aplicac¸a˜o baseline, no qual a base de dados re-
aliza apenas a verificac¸a˜o do identificador do utilizador e sua palavra-passe. O resultado
dos testes do protocolo de autenticac¸a˜o esta˜o representados na tabela 5.1.
Baseline TRIALs Servidor (512 bits) TRIALs Servidor (1024 bits)
Me´dia 14,05 ms 16,75 ms 21,9 ms
Desvio Padra˜o 3,00 ms 3,14 ms 3,48 ms
Mediana 13 ms 16 ms 22 ms
95 Percentil 16 ms 18 ms 23 ms
Tabela 5.1: Tempo de processamento do protocolo de autenticac¸a˜o.
Pode-se verificar pelos resultados dos testes de desempenho do protocolo de auten-
ticac¸a˜o que o aumento no tempo de processamento decorrente da implementac¸a˜o das
funcionalidades de seguranc¸a do TRAILs pode ser considerado ino´cuo, se comparados
com os benefı´cios trazidos pelo mesmo, a saber, a capacidade de uma aplicac¸a˜o web in-
teragir de forma segura com uma base de dados, mesmo na presenc¸a de servidores web
na˜o confia´veis.
Foram realizados tambe´m testes locais na base de dados para verificac¸a˜o do tempo
de processamento do protocolo de comunicac¸a˜o implementado pelo TRIALs. De forma
similiar ao teste anterior, testes de desempenho tambe´m foram realizados com uma aplica-
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c¸a˜o baseline, a fim de realizar a comparac¸a˜o desta com a aplicac¸a˜o exemplo. Os testes
foram realizados variando o tamanho das mensagens de resposta da base de dados, bem
como o mecanismo de integridade utilizado: assinaturas digitais (RSA com chaves de
512 e 1024 bits) e MAC (SHA-246 com chave de 256 bits). O teste pretendeu simular
um pedido da aplicac¸a˜o para realizac¸a˜o de uma consulta a todos os registos de uma tabela
armazenada na base de dados. Os tamanhos das mensagens foram variando de acordo com
o nu´mero de registos presentes na tabela em questa˜o. A figura 5.5 apresenta os resultados
obtidos nos testes. Os dados utilizados em ambos os gra´ficos sa˜o os mesmos, estando a
figura 5.5(b) apenas limitando o intervalo do tamanho das mensagens para ate´ 100 KB,
com o objetivo de melhor observar o desempenho da base de dados neste intervalo.
Figura 5.5: Tempo de processamento do protocolo de comunicac¸a˜o.
A ana´lise do gra´fico da figura 5.5(a) permite verificar que, para mensagens maiores
que 100 KB, aplicac¸o˜es desenvolvidas com o framework TRIALs aumentam significa-
mente o tempo de processamento do protocolo de comunicac¸a˜o pela base de dados, che-
gando a mais de 12 segundos para mensagens de 1 MB, qualquer que seja o mecanismo
de integridade utilizado. Esta observac¸a˜o nos leva a crer que aplicac¸o˜es web projetadas
para lidar com mensagens maiores que 100 KB na˜o sa˜o candidatas a serem desenvolvidas
utilizando o TRIALs, uma vez que o tempo das respostas a`s requisic¸o˜es a inviabilizam.
Entretanto, ao restringirmos o limite ma´ximo do tamanho da mensagem para 100 KB,
como pode ser visto no gra´fico da figura 5.5(b), observa-se que o uso de mensagens ate´
10 KB no protocolo de comunicac¸a˜o apresenta tempos de processamento muito pro´ximo
daquele associado a` aplicac¸a˜o baseline, sendo seu valor na˜o superior a 50 ms. Para mensa-
gens entre 10 KB e 100 KB, e´ possı´vel verificar uma queda de desempenho da aplicac¸a˜o
exemplo com relac¸a˜o a` aplicac¸a˜o baseline, independente do mecanismo de integridade
utilizado. Entretanto, esta queda de desempenho na˜o ultrapassa o tempo de processa-
mento de 180 ms, o que pode ser considerado um tempo de processamento aceita´vel para
aplicac¸o˜es web com as funcionalidades de seguranc¸a fornecidas pelo TRIALs.
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Em seguida, com o objetivo de estimar o throughput do processamento das mensa-
gens de uma aplicac¸a˜o web desenvolvida a partir do TRIALs comparado com a aplicac¸a˜o
baseline, foi utilizada a me´dia dos tempos de processamento das mensagens de 100 bytes,
1 KB e 10 KB utilizadas na figura 5.5, considerando que a maioria das aplicac¸o˜es web
utilizam mensagens com tamanhos neste intervalo. Tal me´dia foi utilizada para calcular o
nu´mero de mensagens processadas em 1 segundo, por cada core da CPU do computador
utilizado como servidor da base de dados. Este valor foi enta˜o utilizado como base para
estimar o throughput de ma´quinas com diferentes nu´mero de cores, conforme apresentado
na figura 5.6.
Figura 5.6: Throughput do protocolo de comunicac¸a˜o.
A ana´lise da figura 5.6 permite observar que os throughputs do processamento das
mensagens com uso do mecanismo de MAC e assinaturas digitais com chaves de 512 bits
teˆm valores pro´ximos ao processamento das mensagens sem este mecanismo, presente na
aplicac¸a˜o baseline. Tal observac¸a˜o corrobora para o facto de que o overhead de proces-
samento introduzido pela TRIALs pode ser considerado pequeno, se comparado com os
benefı´cios de seguranc¸a que o mesmo introduz nas aplicac¸o˜es web desenvolvidas a partir
do framework.
5.2.3 Avaliac¸a˜o na Auseˆncia de Falhas
Nesta sec¸a˜o sera˜o apresentados os resultados obtidos nos testes para analisar a lateˆncia
total dos protocolos de autenticac¸a˜o e de comunicac¸a˜o implementados no TRIALs na
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auseˆncia de falhas dos servidores web. Novamente, a aplicac¸a˜o baseline foi utilizada
como forma de comparac¸a˜o e verificac¸a˜o do overhead acrescentado pelas funcionalidades
de seguranc¸a oferecidas pelo framework.
Para esta avaliac¸a˜o foram utilizadas treˆs ma´quinas distintas, distribuı´das em uma LAN
(Local Area Network): um cliente, responsa´vel pelas requisic¸o˜es ao servidor web; um
servidor web, implementado utilizando o software Apache Tomcat 6 e servlets; e uma
base de dados, implementado conforme descrito na sec¸a˜o 5.2. A arquitetura da avaliac¸a˜o
realizada esta´ representada na figura 5.7. Enquanto a comunicac¸a˜o entre a ma´quina
cliente e o servidor web ocorre por meio do protocolo HTTP, a comunicac¸a˜o entre o
servidor web e a base de dados foi implementada utilizando Java RMI [19]. Cabe ressaltar
que a lateˆncia na comunicac¸a˜o entre as ma´quinas na rede local utilizada foi de 0,1 ms.
Figura 5.7: Arquitetura da avaliac¸a˜o.
Para avaliac¸a˜o, foi utilizada a ferramenta httperf [26], que permite avaliar o desempe-
nho de servidores web a partir de comandos que geram diversas requisic¸o˜es HTTP, agru-
pando os resultados e exibindo-os em forma de dados estatı´sticos. Assim, a avaliac¸a˜o do
protocolo de autenticac¸a˜o foi realizada enviando 10.000 mil requisic¸o˜es de autenticac¸a˜o
a partir da ma´quina cliente para o servidor web, que por sua vez, comunicava-se com a
base de dados atrave´s da chamada de um me´todo remoto, que realiza a sequeˆncia das ati-
vidades ilustradas no fluxograma da figura 3.5. As me´dias das lateˆncias observadas nos
testes esta˜o apresentadas na tabela 5.2.
De forma semelhante ao observado na avaliac¸a˜o da sec¸a˜o 5.1, e´ possı´vel verifi-
car que o overhead adicionado pela utilizac¸a˜o do TRIALs pode ser considerado pe-
queno, uma vez que tais valores na˜o sa˜o perpecptı´veis pelos utilizadores da aplicac¸a˜o
web. Esta observac¸a˜o permite o desenvolvimento de aplicac¸o˜es web com um mecanismo
de autenticac¸a˜o mais robusto do que o tradicional utilizador/palavra-passe, sem que a
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Baseline TRIALs (512 bits) TRIALs (1024 bits)
Me´dia 16,9 ms 29,0 ms 35,4 ms
Desvio padra˜o 2,02 ms 3,52 ms 4,9 ms
Mediana 16 ms 14 ms 29 ms
95 Percentil 18 ms 32 ms 39 ms
Tabela 5.2: Lateˆncia do protocolo de autenticac¸a˜o.
experieˆncia do usua´rio seja significamente alterada.
Para avaliac¸a˜o do protocolo de comunicac¸a˜o, a exemplo de como foi realizada a
avaliac¸a˜o local da base de dados, foram geradas diversas requisic¸o˜es HTTP para a aplicac¸a˜o
web exemplo que representava uma consulta a todos os registos de uma determinada ta-
bela da base de dados. O tamanho das mensagens de respostas foram sendo variadas au-
mentando o nu´mero de registos da tabela em questa˜o, bem como os mecanismos de inte-
gridade da mensagem resposta (assinatura digital e MAC). As me´dias obtidas na avaliac¸a˜o
esta˜o representadas na figura 5.8.
Figura 5.8: Lateˆncia do protocolo de comunicac¸a˜o.
De forma semelhante a` avaliac¸a˜o realizada localmente na base de dados, e´ possı´vel
verificar no gra´fico da figura 5.8(a) que, para mensagens de 1 MB, a lateˆncia do pro-
tocolo de comunicac¸a˜o e´ superior a 12 segundos, o que pode ser considerado invia´vel
para aplicac¸o˜es web. Entretanto, a ana´lise do gra´fico 5.8(b) permite observar que, para
mensagens de ate´ 10 KB, a lateˆncia apresenta valores bem pro´ximos daquela medida para
a aplicac¸a˜o baseline, com valores inferiores a 50 ms. Isto permitiria o desenvolvimento
de aplicac¸o˜es web com as funcionalidades de seguranc¸a oferecidas pelo TRIALs, cuja
experieˆncia do utilizador fique bem pro´xima a de uma aplicac¸a˜o sem tais funcionalida-
des. Para mensagens entre 10 KB e 100 KB, o desempenho da aplicac¸a˜o desenvolvida a
partir do TRIALs apresenta menor desempenho, pore´m, sem ultrapassar a lateˆncia de 250
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ms, o que pode ser considerado um overhead aceita´vel para aplicac¸o˜es web que garan-
tem uma interac¸a˜o segura com uma base de dados, mesmo na presenc¸a de servidores web
maliciosos.
Visando estimar o overhead da utilizac¸a˜o do TRIALs em uma ambiente de rede de
larga escala usando como refereˆncia a aplicac¸a˜o web baseline, bem como compara´-lo
com o overhead observado na rede local onde foram realizados os testes de lateˆncia deste
trabalho, foram utilizados os dados me´dios de lateˆncia de rede WAN apresentados em
[39]. Estes valores representam a lateˆncia me´dia na comunicac¸a˜o entre ma´quinas dis-
tribuı´das em uma WAN na Europa (40 ms) e na Ame´rica do Norte (70 ms). A tabela 5.3
apresenta os resultados estimados.
Local Europa (40 ms) Ame´rica do Norte (70 ms)
MAC 6% 2% 2%
Assinatura Digital 512 bits 19% 7% 5%
Assinatura Digital 1024 bits 43% 17% 11%
Tabela 5.3: Overhead do TRIALs.
Os dados apresentados na tabela 5.3 mostram que, em ambientes com lateˆncia de
comunicac¸a˜o maiores, o overhead acrescentado pela utilizac¸a˜o do TRIALs no desenvol-
vimento de aplicac¸o˜es web na˜o ultrapassa os 20 %, o que pode ser considerado como
aceita´vel.
5.2.4 Avaliac¸a˜o na Presenc¸a de Falhas
Com a finalidade de observar o desempenho de uma aplicac¸a˜o desenvolvida a partir do
TRIALs na presenc¸a de falhas em servidores web, foram realizados testes que simularam
a existeˆncia de um servidor web malicioso, que realizava alterac¸o˜es dos dados recebidos
pela base de dados, antes de seu envio para o navegador web apo´s uma requisic¸a˜o. Esta
alterac¸a˜o, tanto no protocolo de autenticac¸a˜o quanto no protocolo de comunicac¸a˜o, e´ iden-
tificada pela aplicac¸a˜o web em execuc¸a˜o no navegador web do utilizador pela validac¸a˜o
da assinatura digital feita pela base de dados. Na˜o ocorrendo tal validac¸a˜o, a funcionali-
dade do TRIALs de troca de servidores e´ invocada e uma nova requisic¸a˜o e´ realizada para
o pro´ximo servidor web disponı´vel, ate´ que um servidor correto seja contatado.
Para o teste, foram utilizados dois servidores web: um concretizado com o servidor de
aplicac¸a˜o Apache Tomcat 6, utilizando a linguagem de programac¸a˜o Java; e outro com o
servidor de aplicac¸a˜o Apache 2, utilizando a linguagem de programac¸a˜o PHP, pore´m com
recursos computacionais semelhantes. Ambos os servidores web contatavam uma mesma
base de dados e a troca de servidores foi realizada de forma transparente para o utilizador.
Neste teste (dois servidores web disponı´veis), a expectativa na lateˆncia dos protocolos
de autenticac¸a˜o e de comunicac¸a˜o em operac¸o˜es na presenc¸a de servidores web malicio-
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sos era de que a mesma atingisse o valor pro´ximo ao dobro do observado em operac¸o˜es
sem a ocorreˆncia de falhas, uma vez que, a menos da func¸a˜o de troca de servidor, imple-
mentada com um simples incremento de uma varia´vel global, nenhuma funcionalidade
adicional e´ realizada nesta operac¸a˜o. De facto, apesar da diferenc¸a entre os ambientes dos
servidores web, os testes realizados apresentaram me´dias muito pro´ximas ao dobro dos
valores apresentados na tabela 5.2 e na figura 5.8.
5.3 Considerac¸o˜es finais
Exposta neste capı´tulo a validac¸a˜o e avaliac¸a˜o do TRIALs, e´ possivel verificar que o
desenvolvimento de aplicac¸o˜es web utilizando o framework e´ exequı´vel e o desempenho
das mesmas, levando em considerac¸a˜o as funcionalidades de seguranc¸a acrescentadas
pelo framework ,mostrou-se como via´vel para o caso do tamanho das mensagens trocadas
entre a aplicac¸a˜o web e a base de dados estarem limitadas ate´ 100 KB.
Foi possı´vel obervar tambe´m a viabilidade da utilizac¸a˜o de navegadores web para a
realizac¸a˜o de validac¸o˜es de assinaturas digitais com chaves de 512 ou 1024 bits, bem
como a decifra de segredos utilizando cifra sime´trica e a garantia de integridade com o
mecanismo de MAC, sem que seja necessa´ria a instalac¸a˜o de software adicional nos desk-
tops dos utilizadores e sem que isso afete de forma significativa a experieˆncia do utilizador
da aplicac¸a˜o no que se refere ao seu desempenho. Adicionalmente, permitiu-se prever que
a utilizac¸a˜o de aplicac¸o˜es web desenvolvidas a partir do TRIALs em ambientes de rede
de larga escala acarretara´ em um overhead insignificante, permitindo sua utilizac¸a˜o em
aplicac¸o˜es web reais.
Cabe ressaltar que o TRIALs foi desenvolvido para fortalecer o conceito de aplicac¸o˜es
web com fortes caracterı´sticas de aplicac¸o˜es desktops, com extensivo uso dos navegadores
web para execuc¸a˜o de func¸o˜es atrave´s da linguagem de programac¸a˜o JavaScript, intera-
gindo com servidores web concretizados como web services.
Capı´tulo 6
Conclusa˜o
Este relato´rio apresenta o trabalho realizado no desenvolvimento do TRIALs (Trusted
Rich Internet Application Layers), um framework para programac¸a˜o de aplicac¸o˜es web
seguras, permitindo uma interac¸a˜o segura com uma base de dados, mesmo a partir de
interac¸o˜es com servidores web na˜o confia´veis. O TRIALs foi desenvolvido utilizando
a tecnologia AJAX e mecanismos de seguranc¸a que permitam a garantia das proprieda-
des de autenticidade e integridade dos dados de uma aplicac¸a˜o web. Ale´m disso, foi
implementada uma funcionalidade de troca de servidor web ta˜o logo tais propriedades
de seguranc¸a sejam violadas ou um tempo limite na resposta de um servidor web seja
atingido.
Inicialmente, este trabalho foi motivado pela protec¸a˜o de aplicac¸o˜es web contra ata-
ques de desfigurac¸a˜o de pa´ginas eletroˆnicas, onde um atacante altera os dados presentes
na mesma com o objetivo de indisponibilizar os seus servic¸os, redirecionar o utilizador
para outras pa´ginas contendo scripts maliciosos ou ate´ mesmo prejudicar a imagem da
organizac¸a˜o proprieta´ria da pa´gina eletroˆnica. Durante o desenvolvimento do trabalho,
identificou-se que a utiliziac¸a˜o de aplicac¸o˜es web com fortes caracterı´sticas de aplicac¸o˜es
desktops, interagindo com web services para obtenc¸a˜o de dados, e´, na verdade, uma alter-
nativa a` tradicional soluc¸a˜o de utilizac¸a˜o de servidores web executando CGI. Esta alter-
nativa faz com que o navegador web assuma um importante papel no processamento dos
dados recebidos de um servidor web, na˜o limitando-se a apenas renderiza´-los para sua
exibic¸a˜o, mas tambe´m a trata´-los de forma a realizar validac¸o˜es e exibı´-los de acordo com
as particularidades da aplicac¸a˜o web em questa˜o. Cabe ressaltar que apesar do TRIALs
ter sido desenvolvido com foco no desenvolvimento de aplicac¸o˜es web, o seu modelo
pode ser extendido para outros tipos de aplicac¸o˜es, como, por exemplo, para dispositvos
mo´veis e voltadas para desktops.
A arquitetura do TRIALs utiliza a premissa da utilizac¸a˜o de uma base de dados
confia´vel, que garante que os dados fornecidos para a aplicac¸a˜o web esta˜o corretos e
que, caso sejam modificados na transmissa˜o, tais modificac¸o˜es sejam possı´veis de serem
identificadas pela aplicac¸a˜o. Tal garantia foi concretizda com os mecanismos de assina-
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tura digital e MAC, que podem ser validadas por navegadores web sem a necessidade de
instalac¸a˜o de software adicional ou mudanc¸as nos servidores web. Para tal, foram im-
plementados dois protocolos no framework desenvolvido, que funcionam como API para
desenvolvedores de aplicac¸o˜es web: um de autenticac¸a˜o mu´tua e outro de comunicac¸a˜o
com garantia de integridade. Tais protocolos foram implementados em forma de func¸o˜es
JavaScript, facilmente utiliza´veis no desenvolvimento de aplicac¸o˜es web.
O TRIALs oferece uma camada adicional de seguranc¸a a` aplicac¸o˜es web que as tor-
nem tolerantes a ataques de servidores web comprometidos como: alterac¸o˜es nos co´digos
da aplicac¸a˜o, atraso nas respostas a`s requisic¸o˜es, alterac¸o˜es nas mensagens e retrans-
missa˜o de mensagens.
A avaliac¸a˜o de desempenho do TRIALs identificou a possibilidade da utilizac¸a˜o de
um mecanismo de autenticac¸a˜o mais robusto do que o tradicional utilizador/palavra-
passe, com um overhead pequeno e imperceptı´vel para o utilizador, atigindo uma lateˆncia
me´dia nos testes de, no ma´ximo, 35 ms em rede local. Para a garantia de integridade na
comunicac¸a˜o entre a aplicac¸a˜o web e a base de dados, o protocolo implementado mostrou-
se eficiente para mensagens de ate´ 100 KB, onde as lateˆncias me´dias na˜o ultrapassaram
os 250 ms em uma rede local e um valor percentual estimado em uma rede de larga escala
de, no ma´ximo, 20% em relac¸a˜o a` aplicac¸a˜o baseline.
O trabalhou trouxe como importante contribuic¸a˜o a possibilidade de uso de navega-
dores web para executar func¸o˜es de sı´ntese e de criptografias sime´tricas e assime´tricas,
como forma de aumentar a seguranc¸a de aplicac¸o˜es web que necessitem interagir com
servidores web na˜o confia´veis. Foram realizadas avaliac¸o˜es da execuc¸a˜o dessas func¸o˜es
em diversos navegadores web, onde foi possı´vel verificar a viabilidade do seu uso em
mensagens de ate´ 100 KB.
A avaliac¸a˜o mostrou tambe´m a inviabilidade do uso do TRIALs para aplicac¸o˜es web
com necessidade de troca de mensagens com a base de dados com tamanho superiores a
100 KB, onde foi possı´vel observar uma lateˆncia me´dia de ate´ 14 segundos para mensa-
gens de 1 MB em rede local.
Como trabalhos futuros, sugere-se a avaliac¸a˜o do TRIALs em uma ambiente de rede
de larga escala, de forma a confirmar as estimativas feitas neste ambiente. Sugere-se
tambe´m pesquisas que visem adaptar as ja´ conhecidas soluc¸o˜es de servic¸os confia´veis,
mesmo na presenc¸a de re´plicas bizantinas, aos protocolos implementados pelo TRIALs.
Por fim, sugere-se a concretizac¸a˜o da camada de seguranc¸a da base de dados proposta
pelo TRIALs para um ambiente de armazenamento utilizando uma nuvem de nuvens e
que seja tolerante a` faltas bizantinas, o que esta´ sendo desenvolvido no aˆmbito de uma
tese de doutaramento no DI-FCUL.
Apeˆndice A
Co´digo fonte do TRIALs
1 //The XML HTTP Request Object
2 var ajaxRequest = new XMLHttpRequest();
3
4 //The Web Servers’s address
5 var servers = new Array();
6 servers[0] = "http://10.10.5.94:8080/jwebservice";
7 servers[1] = "http://10.10.5.94/webservice";
8
9 //servers[0] = "http://localhost/webservice";
10 //servers[1] = "http://localhost:8080/jwebservice";
11
12 var currentServer = 0;
13
14 //The Database’s x509 Certificate (512 bits)
15 var cert = "-----BEGIN CERTIFICATE-----\
16 MIIDCzCCArWgAwIBAgIJAMrJd1jTb1cKMA0GCSqGSIb3DQEBBQUAMIGNMQswCQYD\
17 VQQGEwJQVDEPMA0GA1UECBMGTGlzYm9uMQ8wDQYDVQQHEwZMaXNib24xCzAJBgNV\
18 BAoTAlVMMQ0wCwYDVQQLEwRGQ1VMMRowGAYDVQQDExFBbmRlcnNvbiBCYXJyZXR0\
19 bzEkMCIGCSqGSIb3DQEJARYVYWJhcnJldHRvNzhAZ21haWwuY29tMB4XDTEzMDMy\
20 NTE4MzQzNVoXDTEzMDQyNDE4MzQzNVowgY0xCzAJBgNVBAYTAlBUMQ8wDQYDVQQI\
21 EwZMaXNib24xDzANBgNVBAcTBkxpc2JvbjELMAkGA1UEChMCVUwxDTALBgNVBAsT\
22 BEZDVUwxGjAYBgNVBAMTEUFuZGVyc29uIEJhcnJldHRvMSQwIgYJKoZIhvcNAQkB\
23 FhVhYmFycmV0dG83OEBnbWFpbC5jb20wXDANBgkqhkiG9w0BAQEFAANLADBIAkEA\
24 y5Nxl5c3t4nXiCXGayTochTMdT/pTp1kbjV6qC1L/kXweSjGlypg9u6I2SdenG15\
25 UTETxjB2NERSeh4l+IKcCQIDAQABo4H1MIHyMB0GA1UdDgQWBBQ57mjCWWUyCV0+\
26 wg8Qfl8GWmhxzDCBwgYDVR0jBIG6MIG3gBQ57mjCWWUyCV0+wg8Qfl8GWmhxzKGB\
27 k6SBkDCBjTELMAkGA1UEBhMCUFQxDzANBgNVBAgTBkxpc2JvbjEPMA0GA1UEBxMG\
28 TGlzYm9uMQswCQYDVQQKEwJVTDENMAsGA1UECxMERkNVTDEaMBgGA1UEAxMRQW5k\
29 ZXJzb24gQmFycmV0dG8xJDAiBgkqhkiG9w0BCQEWFWFiYXJyZXR0bzc4QGdtYWls\
30 LmNvbYIJAMrJd1jTb1cKMAwGA1UdEwQFMAMBAf8wDQYJKoZIhvcNAQEFBQADQQAu\
31 uRqdpLOuR8j1ykCXc1TB1M/oGNCG2a0K35/VbDe8LuxRXQu5UANDs1n+6mLGieNa\
32 76vgy7cc2kHtWYdmySAp\
33 -----END CERTIFICATE-----";
34
35 //Initial server
36 var baseUrl = servers[0];
37
38 // The Client’s ID
39 var ID;
40
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41 // The Password’s Hash
42 var P;
43
44 //Session Key;
45 var Ks;
46
47 //Token
48 var T;
49
50 //Initial Vector to AES Decode
51 var iv = "1234567890123456";
52
53 //Change server
54 function changeServer() {
55 if((currentServer+1) != servers.length) {
56 currentServer++;
57 baseUrl = servers[currentServer];
58 return true;
59 }
60 else {
61 return false;
62 }
63 }
64
65 //RSA Sign Validation
66 function doVerify(sMsg, hSig) {
67 var x509 = new X509();
68 x509.readCertPEM(cert);
69 var isValid = x509.subjectPublicKeyRSA.verifyString(sMsg, hSig);
70 return isValid;
71 }
72
73 //AES Decode
74 function aesDecode(cypher, key) {
75
76 var ivByteArray = cryptoHelpers.convertStringToByteArray(iv);
77 var keyButeArray = cryptoHelpers.convertStringToByteArray(key);
78 var bytesToDecrypt = cryptoHelpers.base64.decode(hexToBase64(cypher))
;
79 //document.write(bytesToDecrypt + "<br>");
80
81 var decrypt = slowAES.decrypt(bytesToDecrypt,
82 slowAES.modeOfOperation.CBC,
83 keyButeArray,
84 ivByteArray);
85
86 var plain = cryptoHelpers.convertByteArrayToString(decrypt);
87 if((bytesToDecrypt.length % 16) != 0) {
88 plain = plain.substr(0, plain.length-1);
89 }
90 //console.log(cypher + ";" + key + ";" + plain);
91 return plain;
92 }
93
94
95 //Request Login to Web Service
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96 function requestLogin (username, password, callback, fallback) {
97 ajaxRequest.onreadystatechange = function() {
98 if(ajaxRequest.readyState == 4) {
99 if(ajaxRequest.status == 200) {
100 log("RESPONSE", "LOGIN");
101
102 /** Check Syntax of JSON Response **/
103 var jsonResponse;
104 //console.log(ajaxRequest.responseText);
105 try {
106 jsonResponse = JSON.parse(ajaxRequest.responseText);
107 if (
108 typeof jsonResponse.STATUS === "undefined" ||
109 typeof jsonResponse.ID === "undefined" ||
110 typeof jsonResponse.EKsT === "undefined" ||
111 typeof jsonResponse.Sa === "undefined" ||
112 typeof jsonResponse.Sb === "undefined" ||
113 typeof jsonResponse.signature === "undefined"
114 ) {
115 var isServerAvaiable = changeServer();
116 if(isServerAvaiable) {
117 requestLogin(username, password, callback, fallback);
118 }
119 else {
120 fallback("There is no Web Server avaiable! Please try
again later.");
121 }
122 }
123 }
124 catch (e) {
125 var isServerAvaiable = changeServer();
126 if(isServerAvaiable) {
127 requestLogin(username, password, callback, fallback);
128 }
129 else {
130 fallback("There is no Web Server avaiable! Please try again
later.");
131 }
132 }
133
134 /** Check Signature **/
135 var signature = jsonResponse.signature;
136 var transform = jsonResponse.STATUS + jsonResponse.ID +
jsonResponse.EKsT + jsonResponse.Sa + jsonResponse.Sb;
137 var isValid = doVerify(transform, signature);
138 /** Signature OK! **/
139 if(isValid) {
140 /** Check STATUS, ID and Sa **/
141 if(jsonResponse.STATUS == "OK") {
142 if (jsonResponse.Sa == Sa && jsonResponse.ID == ID) {
143 //Set the Session Key
144 Ks = hex_sha1(jsonResponse.Sa + jsonResponse.Sb + P);
145 //Set the Token
146 T = aesDecode(jsonResponse.EKsT, Ks.substr(0,16));
147 console.log(T);
148 //Show Initial Page
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149 callback();
150 }
151 // Sa and/or ID wrong!
152 else {
153 var isServerAvaiable = changeServer();
154 if(isServerAvaiable) {
155 requestLogin(username, password, callback, fallback);
156 }
157 else {
158 fallback("There is no Web Server avaiable! Please try
again later.");
159 }
160 }
161 }
162 // STATUS == "NOK"
163 else {
164 var isServerAvaiable = changeServer();
165 fallback("There was a problem in the contact with one of
ours servers.<br> Please, login again.");
166 if(!isServerAvaiable) {
167 currentServer = -1;
168 changeServer();
169 }
170 }
171 }
172 /** Signature NOK! **/
173 else {
174 var isServerAvaiable = changeServer();
175 if(isServerAvaiable) {
176 requestLogin(username, password, callback, fallback);
177 }
178 else {
179 fallback("There is no Web Server avaiable! Please try again
later.");
180 }
181 }
182 }
183 /** HTTP Status != 200 **/
184 else {
185 var isServerAvaiable = changeServer();
186 if(isServerAvaiable) {
187 requestLogin(username, password, callback, fallback);
188 }
189 else {
190 fallback("There is no Web Server avaiable! Please try again
later.");
191 }
192 }
193 }
194 };
195
196 /** PREPARE **/
197 // Set the Global Variable ID
198 ID = username;
199
200 // The Secret’s Hash
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201 P = hex_sha1(password);
202 console.log(P);
203 // The Client’s Salt
204 var Sa = Math.floor((Math.random()*1e+10)+1);
205
206 // The Authentication’s Hash Field
207 var h = hex_sha256(P + Sa);
208
209
210 /** SEND **/
211 var message = "ID=" + ID + "&Sa=" + Sa + "&h=" + h;
212 var url = baseUrl + "/Login?" + message;
213 //console.log(url);
214 ajaxRequest.open("get", url, true);
215 log("REQUEST", "LOGIN");
216 ajaxRequest.send(null);
217 }
218
219 //Request Data to Web Service
220 function requestData(data, urlRequest, callback, fallback,
transformJsonFunction) {
221 ajaxRequest.onreadystatechange = function() {
222 if(ajaxRequest.readyState == 4) {
223 if(ajaxRequest.status == 200) {
224
225 log("RESPONSE", urlRequest);
226 //console.log(ajaxRequest.responseText);
227 var jsonResponse;
228
229 /** Sintaxe Validation **/
230 try {
231 jsonResponse = JSON.parse(ajaxRequest.responseText);
232 if (
233 typeof jsonResponse.Status === "undefined" ||
234 typeof jsonResponse.ID === "undefined" ||
235 typeof jsonResponse.TOp === "undefined" ||
236 typeof jsonResponse.RS === "undefined" ||
237 typeof jsonResponse.EKsT === "undefined" ||
238 typeof jsonResponse.signature === "undefined"
239 ) {
240 var isServerAvaiable = changeServer();
241 if(isServerAvaiable) {
242 requestData(data, urlRequest, callback, fallback,
transformJsonFunction);
243 }
244 else {
245 fallback("There is no Web Server avaiable! Please try
again later.");
246 }
247 }
248 }
249 catch (e) {
250 var isServerAvaiable = changeServer();
251 if(isServerAvaiable) {
252 requestData(data, urlRequest, callback, fallback,
transformJsonFunction);
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253 }
254 else {
255 fallback("There is no Web Server avaiable! Please try again
later.");
256 }
257 }
258
259 /** Check Signature **/
260 var signature = jsonResponse.signature;
261 var transform = "";
262 if(transformJsonFunction != null) {
263 transform = transformJsonFunction(jsonResponse.RS);
264 }
265 else {
266 transform = jsonResponse.RS;
267 }
268 var messageToVerify = jsonResponse.Status + jsonResponse.ID +
jsonResponse.TOp + transform + jsonResponse.EKsT;
269 var isValid = doVerify(messageToVerify, signature);
270 if(isValid) {
271 /** Status Validation **/
272 if(jsonResponse.Status == "OK") {
273 /** ID and T Validation **/
274 if(jsonResponse.ID == ID && jsonResponse.TOp == TOp) {
275 T = aesDecode(jsonResponse.EKsT, Ks.substr(0,16));
276 console.log(T);
277 callback(jsonResponse.RS);
278 }
279 else {
280 var isServerAvaiable = changeServer();
281 if(isServerAvaiable) {
282 requestData(data, urlRequest, callback, fallback,
transformJsonFunction);
283 }
284 else {
285 fallback("There is no Web Server avaiable! Please try
again later.");
286 }
287 }
288 }
289 // Status Invalid
290 else {
291 console.log("NOK;Integrity Invalid");
292 var isServerAvaiable = changeServer();
293 if(isServerAvaiable) {
294 fallback("There was a problem in the contact with one of
ours servers.<br> Please, login again.");
295 }
296 else {
297 fallback("There is no Web Server available.<br> Please,
try again later.");
298 }
299 }
300 }
301 // Integrity Invalid
302 else {
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303 console.log(jsonResponse.Status);
304 var isServerAvaiable = changeServer();
305 if(isServerAvaiable) {
306 requestData(data, urlRequest, callback, fallback,
transformJsonFunction);
307 }
308 else {
309 fallback("There is no Web Server avaiable! Please try again
later.");
310 }
311 }
312 }
313 // Timeout
314 else {
315 var isServerAvaiable = changeServer();
316 if(isServerAvaiable) {
317 requestData(data, urlRequest, callback, fallback,
transformJsonFunction);
318 }
319 else {
320 fallback("There is no Web Server avaiable! Please try again
later.");
321 }
322 }
323 }
324 };
325
326 /** PREPARE **/
327 // The Operartion Token encrypted
328 var TOp = (parseInt(T) + 1).toString();
329
330 // The message
331 var message = "ID=" + ID + "&TOp=" + TOp + "&D=" + data;
332
333 // The Integrity’s Field
334 var transform = ID + TOp + data;
335 var mac = hex_sha256(transform + Ks);
336 message += "&MAC=" + mac;
337
338 /** SEND **/
339 var url = baseUrl + urlRequest + message;
340 ajaxRequest.open("get", url, true);
341 log("REQUEST", urlRequest);
342 ajaxRequest.send(null);
343 }
344
345
346
347 //Log REQUEST and RESPONSE events
348 function log(type, operation) {
349 var currentdate = new Date();
350 var datetime = currentdate.getDate() + "/"
351 + (currentdate.getMonth()+1) + "/"
352 + currentdate.getFullYear() + " @ "
353 + currentdate.getHours() + ":"
354 + currentdate.getMinutes() + ":"
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355 + currentdate.getSeconds() + "."
356 + currentdate.getMilliseconds();
357 console.log(type + " to Operation " + operation + " in " + datetime);
358 }
359
360 client.send()
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Abreviaturas
AJAX Assynchronous JavaScript and XML. 2
API Application Programming Interface. 4
CBC Cipher Block Chaining. 47
CGI Common Gateway Interface. 3
CORS Cross-Origin Resource Sharing. 30
CPU Central Process Unit. 50
DOM Document Object Model. 2
HTML Hyper Text Markup Language. 2
HTTP Hypertext Transport Protocol. 2
JAR Java Archive. 20
JSON JavaScript Object Notation. 2
LAN Local Area Network. 9
MAC Message Authentication Code. 19
PGP Pretty Good Privacy. 21
RAM Random Access Memory. 3
RMI Remote Method Invocation. 44
SOMA Same Origin Mutual Approval. 11
TRIALs Trusted Rich Internet Application Layers. 1
URL Uniform Resource Locator. 20
XML Extensible Markup Language. 2
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