Abstract-Using semantic analysis, we present a technique known as semantically driven mutation which can explicitly detect and apply behavioural changes caused by the syntactic changes in programs that result from the mutation operation. Using semantically driven mutation, we demonstrate increased performance in genetic programming on seven benchmark genetic programming problems over two different domains.
I. INTRODUCTION
In this paper we demonstrate the Semantically Driven Mutation (SDM) algorithm, which is used to improve the mutation operation in genetic programming (GP). The SDM algorithm has been developed based on semantic analysis of the changes caused by the mutation operator. The SDM algorithm works to improve performance by not allowing mutated programs to be produced when they are behaviourally equivalent to the original program. The aim of this is to avoid returning to sections of the search space that have effectively already been traversed. We compare the SDM algorithm to standard sub tree mutation in seven GP problems taken from the Boolean and artificial ant domains and demonstrate the superiority in performance produced by SDM.
In addition to the development of the SDM algorithm, we present results that combine this algorithm with our Semantically Driven Crossover (SDC) algorithm , in order to demonstrate the overall effects of semantically driven operators in GP. The key feature of the semantically driven operators is the ability to canonically represent candidate programs such that we can compare for the equivalence of behaviours.
In section II we review techniques to improve sub tree mutation. In section III we present the techniques we have used to abstract behaviours and our SDM algorithm. Section IV presents our results and section V presents a discussion of the results. In sections VI and VII, we present our conclusions and suggestions for future work respectively.
II. LITERATURE REVIEW
The SDM algorithm brings together two distinct areas of research. These are: the development of mutation techniques; and, the development of our ability to model the behaviour of programs. In section II-A we review several different mutation techniques and in section II-B we discuss techniques for modeling semantics in GP. 
A. Mutation Techniques
Sub tree mutation selects a random point in a program tree and swaps the sub tree with another generated sub tree. In 1992 Koza [1] introduced sub tree mutation, but questioned the value of the operator (which was later demonstrated by Luke and Spector [2] to be comparable to crossover) and chose to perform most of his experiments without the mutation operator in use. Whilst the concept of sub tree mutation is relatively simple, there are more detailed practicalities that influence the relative performance of the GP with the use of the mutation operator.
The main variance is how different authors have constructed the new sub tree to replace the sub tree that was removed. Two examples of solutions to this are by Kinnear [3] and Langdon [4] . Kinnear created subtrees such that they could not increase the program depth by more than 15% after mutation. Langdon's size-fair sub tree mutation utilised a system which ensured that the new subtrees were on average the same size 50%-150% as the previously removed sub tree. A further variant of sub tree mutation is known as shrink mutation. In this system, a random sub tree is replaced by a terminal. Whilst Angeline [5] uses this type of mutation to aid his investigation into the sensitivity of the frequency of leaf selection in GP, he also shows that it helps to reduce program size.
Point mutation (or node replacement mutation) [6] picks a node and replaces it with a node of equivalent arity. This essentially simulates a single bit flip mutation from genetic algorithms. A similar idea is that of permutation, which selects a node and mutates the arguments of this node. Koza [1] used this technique in one experiment with little success. By contrast, Maxwell [7] had more success with a variant of permutation called swap.
Hoist mutation selects a sub tree from the program to be mutated and uses this sub tree to replace the full tree from which the sub tree was copied. Kinnear [3] , [8] presented and made use of this technique with some success; but, this is potentially a highly destructive technique. Later research by McPhee and Hopper [9] indicated that specific patterns of code within successful programs can be traced back to very early programs in most GP runs. Mutation such as hoist may be highly destructive in that, if it were to alter the root of one of these common ancestors, it would cause a serious decrease in performance.
Whilst there exist a number of other techniques to mutate constants (some listed in Poli et al. [10, page 43] ), the important point to understand in the context of our work is that these algorithms are processes to modify syntax, based on a selection of motivations (for example, to control program size). By contrast, our SDM algorithm is explicitly designed to cause a mutation that will result in change of behaviour. This sets it apart from other methods that merely process syntax.
B. Semantics in GP
A small number of studies have made use of a notion of program semantics to improve the design of aspects of GP.
In the related field of grammatical evolution, Majeed and Ryan [11] demonstrate a technique known as context aware mutation. The technique evaluates subtrees and works to prevent the mutation operator causing a destructive change in fitness. One of the limitations noted by the authors is the necessity of building up a repository of "good" subtrees to work with. Potentially, however, this technique could turn the standard mutation operator into another hill climbing operator. The danger of it becoming a hill climbing operator is that the fitness distribution across the search space may be rugged, increasing the possibility of premature convergence on a locally optimal solution compared to a non hill climbing algorithm.
Gustafson [12] developed two edit distances to sample semantic diversity in GP and conducted an analysis comparing behavioural diversity measures with changes in fitness. One of the limitations of the edit distance method is that it does not result in a canonical representation, which would be required by SDM to check for isomorphism of behaviours.
Semantic analysis methods are starting to appear in combination with crossover. McPhee et al. [13] used truth tables to analyse behavioural changes in crossover. A similar technique could be applied to mutation operators in order to assess the levels of behavioural change caused by a specific mutation. Whilst it is possible to represent behaviour using truth tables, a more efficient technique is that of using reduced ordered binary decision diagrams (ROBDDs) [14] to create reduced canonical representations to measure behavioural difference. Beadle and Johnson [15] used ROBDDs to compare pre and post crossover program states for semantic change. SDM is also based on ROBDDs, and is designed to apply to mutation ideas that have proven successful in crossover.
Other authors, such as Yanagiya [16] and Downing [17] have used Binary Decision Diagrams (BDDs) as a form of representation. The focus of Downing's work was to test the importance of neutrality in GP. In the case of Yanagiya, BDDs were used as a form of efficient representation to increase processing speed at the fitness function. Despite outlining special crossover and mutation processes to be used in the evolution of the BDDs, Yanagiya does not use BDDs to explicitly analyse behavioural states before and after operations. Our work is designed to test the effects of behavioural control at the point of the mutation operator.
III. METHODS AND ALGORITHMS
The aim of this work is to demonstrate the positive effects of redesigning the mutation operator so that instead of merely altering syntax, it produces a guaranteed alteration of behaviour. In this section we present the problem domains we examine, our methods of abstraction and the pseudo code for the algorithm we use.
A. Test Problems Used
In our experiments we used seven test problems. These are the 6 and 11 bit multiplexer, even 4 and 7 parity, 5 and 9 majority and the artificial ant on the Santa Fe trail.
The objective of the 6 and 11 bit multiplexer problems is to interpret two or three (respectively) control bits as a binary number and choose the correct output bit based on the binary number. The fitness is the number of correct choices over all possible 64 or 2048 combinations of inputs for the 6 and 11 Boolean bits respectively. The function set is {IF, AND, OR, NOT} and the terminal set is {A0, A1, D0, D1, D2, D3}. The function set of the 11 bit multiplexer is the same as the 6 bit multiplexer and the terminals are {A0, A1, A2, D0, D1, D2, D3, D4, D5, D6, D7}.
The objective of the even 4 and 7 parity problems is to return true if and only if an even number of the inputs are true. The function set is the same as for the multiplexers and the terminal set is {D0, D1, D2, D3} for the even 4 parity and {D0, D1, D2, D3, D4, D5, D6} for the even 7 parity experiment.
The objective of the 5 and 9 majority problems is to return true if and only if the majority of the inputs are true. The function set is the same as the multiplexers and the terminal set is {D0, D1, D2, D3, D4} for the 5 majority problem and {D0, D1, D2, D3, D4, D5, D6 , D7, D8} for the 9 majority problem.
The artificial ant domain models an ant operating over a trail of food pellets on a grid. The ant must collect all the food pellets in order to achieve a full score. We use the benchmark santa fe trail [18] which represents 89 food pellets in a broken trail on a 32X32 toroidal grid. The function set for the ant problem is {IF-FOOD-AHEAD, PROGN2, PROGN3} and the terminal set is {MOVE, TURN-LEFT, TURN-RIGHT}. The function IF-FOOD-AHEAD is an if-then-else structure with the condition representing whether the ant has a food pellet in the grid square directly in front of it. PROGN2 and PROGN3 execute the instructions they hold in sequence. The only difference between them is that PROGN2 has an arity of two and PROGN3 has an arity of three.
B. Abstraction
In order to measure semantic equivalence we developed a system to build canonical representations of behaviour of programs that evolve in our experiments.
For the multiplexer, even parity, and majority experiments we constructed a ROBDD [14] for each program and mutation of that program. The important functionality that this provides is the ability to reduce program representation by removing redundant and unreachable arguments. This allows us to compare programs for semantic equivalence. Any two programs that reduce to the same ROBDD are semantically equivalent, and vice versa. An example of an ROBDD can be found in figure 1 .
We used three pieces of software to enable us to analyse the semantic representations of programs. We used a Java implementation of GP [19] , linked to the Colorado University Decision Diagram Package -CUDD [20] using the JavaBDD [21] interface.
For the artificial ant domain, we consider a behavioural model as a sequence of moves and orientations that represent the trail through which the ant has traveled during one execution of the ant control program (i.e. the GP candidate solution). When the artificial ant is simulated in GP we repeatedly execute the candidate solution until the ant has traveled 600 time steps [18] , although, in the behavioural model we are only interested in a single execution of the ant control code. In addition to this, we execute the ant code on a toroidal grid (32X32) that contains no food pellets and we calculate the shape of the path for both the true and false branches of the IF-FOOD-AHEAD (if-then-else) function.
An example program for the artificial ant is as follows:
PROGN2 (PROGN3 (MOVE, (IF-FOOD-AHEAD (PROGN2 (MOVE, TURN-RIGHT)) MOVE) MOVE) TURN-LEFT)
An example (equivalent to the program above) of the syntax we use is as follows:
The character M represents one move and the characters N, S, E, W represent the orientations north, south, east and west respectively. The sub sequences within the set indicate when a branch of an IF-FOOD-AHEAD statement is being accessed and instruction sequence within those brackets indicates the path traveled during each branch of the condition. Because we are only concerned with modeling the shape of the trail, it is unimportant whether or not the ends of the IF-FOOD-AHEAD blocks have different orientations. Therefore, at the end of the conditions we reset the current orientation to the orientation before the ant entered the if branches.
More formally, we can describe in Backus-Naur Format the structure of a representation:
In addition to this model structure, we condense the abstract representation in three ways. The first method is to remove duplicate sub branches of the same if statement and incorporate the paths as part of the fixed path the ant was on before the if statement. The second method searches for sequences of orientations and reduces them to the last orientation in the sequence. This has the effect of removing redundant turns from the ant abstract model. The final method moves through the representation, remembers the current orientation, and removes any duplicate calls to turn to the current orientation. This serves to remove redundant turn instructions.
C. SDM Algorithm
We present the pseudo code for SDM below:
for each program in population { if random_no < prob_mutation { counter = 0 while counter < 5 { generate semantic_representation1 of original_program select mutation_point (uniform) generate sub tree using grow (depth 4) inset sub tree at mutation_point
The SDM algorithm will try to mutate a program into a new behavioural state. The process involves performing a standard sub tree mutation; however, after each mutation attempt, the algorithm checks to see that each mutated program is semantically different to the original program. In some cases it may not be possible to semantically mutate a program (for example, if the program contained substantial inviable code) and as a result we have applied a counter system such that the mutation operator will have five attempts to behaviourally mutate a program, after which the original program is returned. Despite initial fears, this algorithm would be slow due to the creation of the representations of behaviour, run time appears roughly comparable.
IV. RESULTS

A. Parameters
The parameters we use in our experiments are as follows: populations of 500 for 4 parity, 5 majority, 6 multiplexer and the artificial ant (Santa Fe trail); populations of 4000 for the even 7 parity, 9 majority and 11 multiplexer; 10% elitist reproduction; 7 competitor tournament selection; ramped half and half (to depth 6) initialisation; depth 17 program size limit; 50 generation; 100 runs; 0.9 probability for standard and SDM mutation; and. when the SDC is used in addition to the SDM, we use 0.9 probability for both crossover and mutation. Table I shows that the SDM algorithm significantly contributes to the performance of GP. For the overall maximum score (compared over all generations) standard mutation is always the worst performing mutation technique. In three of the experiments the SDM is the best performing method with regard to overall maximum scores. In the other four experiments, the combined SDC and SDM algorithms were the best performing GP runs.
B. SDM Results
When comparing the scores at generation 50, in all but one of the experiments standard sub tree mutation is the worst performing method. The combined SDC and SDM algorithms are always the highest performing; however, in three cases the SDM is statistically similar to the combined SDC and SDM algorithms. In the case of the artificial ant, all of the experiments produce a statistically similar result despite small variations in performance.
Unlike the SDC algorithm [15] (and further statistical data sheets at [19] ), the relationship between SDM and its effects on the length of programs (shown in table II) appears to be problem dependent. It is clear that the combination of both the SDC and SDM algorithms does substantially increase code bloat. It is important to note that we used high values of 0.9 for both crossover and mutation in order to be consistent with our other experiments. Combinations of other crossover and mutation rates may well change this reading substantially, and this is an important topic for future research.
In summary, the results tell us, that whilst the SDM has no pronounced effect on bloat, it is clear that semantically driven mutation and the combination of semantically driven crossover and mutation do increase performance in GP. Figure 2 shows that there are a substantial number of state neutral mutations taking place and being reverted in both the 5 majority and artificial ant experiments at varying levels, and also shows that the combination of SDC and SDM produces more reversions, which has been confirmed statistically using a Paired T-test at the 95% confidence level. Figure 2 also illustrates an upwards trend over time in the numbers of reversions taking place in all of our experiments.
C. Reverted Mutations
V. DISCUSSION
Our results indicate that on some level the one to many relationship between behavioural and syntactic representations constitutes an inefficiency in performance. Using standard mutation, many fitness evaluations represent wasted computational effort, since the mutated program is semantically equivalent to the parent program. In every experiment, our overall comparisons demonstrated that the semantically driven operators must force increased levels of movement (as evidenced by the increased levels of reversion shown in figure 2 ) around the search space such that better solutions are found quicker compared to traditional sub tree mutation.
A speculative explanation for our varying program size results is the possibility that the increased search forced programs to move to different regions of the search space which required different numbers of nodes in the trees. This would be problem specific and as such we saw varying results in the program sizes produced by the SDM algorithm when compared to standard sub tree mutation.
In addition to the GP performance and program size results, we looked at the percentage of programs being reverted. One key characteristic of this was a positive trend over time in the level of reversions. It is well known that, as programs evolve, they increase in size ( [22] , [23] , [24] ), and with this increase in size, it is likely that there will be an increase in inviable areas of code [25] , [26] . As such, it is less probable that mutation would operate on an active region of code, causing an increased number of program reversions because the SDM algorithm has to work harder to modify effective code.
A final point of note is that we have only applied SDM to a simple version of sub tree mutation. As mentioned in section II-A there are several other mutation techniques. Whilst each technique has a different mutation process, the SDM concept could be applied over the top of each of these different mutation processes. One fact to be drawn from increasing semantic diversity in standard sub tree mutation is the increase in overall performance noted in all of our experiments, and there is no reason to assume that applying the SDM concept on other mutation processes cannot demonstrate a similar increase in GP performance.
VI. CONCLUSION
In conclusion, there are four points to draw from this work. Firstly, semantically driven mutation statistically significantly increased the performance of GP in all seven experiments. Secondly, unlike semantically driven crossover, semantically driven mutation has no clear effect on the average size of the programs produced. Thirdly, the combination of semantically driven crossover and semantically driven mutation in our experiments did appear to bloat programs. This bloating may be due to the combination of crossover and mutation probability parameters we used in these experiments. Finally, the increase in the number of reversions over the generations indicates that the SDM algorithm has to work harder to continue to provide behavioural mutations as the generations increase.
VII. FUTURE WORK
The future avenues for this work can be divided into two research areas. Firstly, as the expandability of the SDM is limited by the ability to represent different problem domains, we can develop new representation models in order to see whether our results are sound in different contexts. The first possibility in this case would be extending our experiments to cover a regression style domain. In order to expand SDM into other domains, we require the development of a canonical representation technique for that domain. In the case of symbolic regression, it may be possible to use zero-suppressed BDDs [27] as a viable representation. Secondly, we can work towards building a semantically driven GP to bridge the inefficiency gap caused by the one to many relationships scenario between behaviours and syntax. A combination of semantic initialisation, crossover, and mutation, would allow us to evolve a more behaviourally diverse range of programs and, we anticipate, to reach better solutions in less time than standard GP.
