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Pathfinding merupakan studi Artificial Intelligence (AI) untuk mencari jalur terpendek 
antar dua titik. Algoritma any-angle path planning merupakan algoritma pathfinding yang 
dirancang untuk menghasilkan jalur yang mendekati true shortest path tanpa terikat dengan 
hubungan ketetanggaan antar grid karena menggunakan pengecekan line of sight. Lazy Theta* 
merupakan algoritma any-angle path planning yang berbasis grid dan menggunakan lazy 
evaluation yang mengurangi kebutuhan pengecekan line of sight. Lazy Theta* masih memiliki 
ruang untuk ditelusuri, salah satunya melalui fungsi heuristik. Ruang lingkup penelitian adalah 
fungsi heuristik Euclidean dan Manhattan, dan representasi peta yang digunakan adalah 
rectangular grid dengan luas 100 × 100 grids. Skenario pengujian performa algoritma 
dilakukan sebanyak 12 skenario yang terdiri dari 12 posisi pengujian yang masing-masing 
memiliki 8 peta pengujian. Parameter pengujian algoritma adalah completeness, path count, 
runtime, path length, dan searched nodes. Berdasarkan penelitian ini, algoritma Lazy Theta* 
dengan fungsi heuristik Euclidean mampu menghasilkan jalur yang lebih pendek dan natural 
dibandingkan dengan jalur yang dihasilkan dengan fungsi heuristik Manhattan¸ yaitu 8.90% 
lebih sedikit pada path count dan 3.24% lebih pendek pada path length. Sedangkan dengan 
fungsi heuristik Manhattan, runtime-nya yang lebih cepat sebesar 23.30% dan nodes searched 
nya 26.37% lebih sedikit dari fungsi heuristik Euclidean. 
 




  Pathfinding is a study of Artificial Intelligence (AI) to find the shortest path between 
two points. Any-angle algorithm path planning is a pathfinding algorithm designed to generate 
paths that approaching true shortest path without being bound by the adjacency relationships 
between grid for using a checking line of sight. Lazy Theta* is an any-angle algorithm based 
path planning and uses lazy evaluation grid that reduces the need for line of sight checks. Lazy 
Theta * still has room to explore, one through heuristic function. The scopes of the research are 
the heuristic function Euclidean and Manhattan, and the representation of maps that is 
rectangular grid with the size of 100 × 100 grids. The Algorithm performance scenarios are 
conducted to 12 scenarios that consisted of 12 test positions, each has eight maps testing. The 
output parameter are completeness, path count, runtime, path length, and searched nodes. 
Based on this study, Lazy Theta* algorithm with Euclidean heuristic function capable of 
producing path much shorter and more natural than the path generated by Manhattan heuristic 
function that is 8.90% less on a path count and 3:24% shorter in path length. While the 
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heuristic function Manhattan has faster runtime of 23:30% and 26.37% less nodes searched 
than Euclidean heuristic function. 
 




rtificial intelligence (AI) merupakan kecerdasan buatan yang ditanamkan ke dalam 
komputer dengan tujuan untuk membuat komputer yang dapat berpikir secara cerdas dalam 
menghadapi sebuah masalah. AI akan ditanamkan dengan menggunakan pemrograman dan 
algoritma sehingga proses dan output AI lebih cepat dan benar [1]. Salah satu subdisiplin ilmu 
AI khususnya dibidang robotika dan video game adalah pathfinding [2]. Algoritma yang sering 
digunakan dalam pathfinding adalah A* karena menggunakan Best First Search mampu 
menghasilkan waktu pencarian yang lebih cepat [3]. Namun, algoritma A* mampu dioptimasi 
dengan teknik smoothing jalur dengan cara mengurangi jumlah titik yang perlu dilewati untuk 
mencapai tujuan akhir. Jalur yang dilakukan smoothing akan menghasilkan jarak dan waktu 
tempuh yang lebih singkat dibandingkan dengan jalur yang terikat dengan hubungan 
ketetanggaan antar grid [4]. 
Any-angle path planning merupakan algoritma yang menghasilkan jalur tanpa 
keterikatan hubungan ketetanggaan antar grid dan dikembangkan untuk menghasilkan jalur 
yang mendekati true shortest path. Perbedaan antara any-angle path planning dan algoritma A* 
adalah jalur yang dihasilkan lebih pendek dan arahnya lebih realistis [5]. Beberapa algoritma 
any-angle path planning yang dikembangkan dari algoritma A* adalah Theta* [5], Field D* [6], 
dan Block A* [7]. Ketiga algoritma tersebut memiliki teknik optimasi yang berbeda, namun bila 
dibandingkan dengan parameter pengujian pathfinding, Theta* mampu menghasilkan pencarian 
jalur yang lebih pendek dibandingkan dengan algoritma Block A* dan Field D* [8]. Parameter 
yang menjadi penilaian algoritma tersebut adalah completeness, path count, runtime, path 
length, dan searched nodes. Selain parameter pengujian, perumusan algoritma pathfinding dapat 
diklasifikasikan menjadi tiga hal, yaitu representasi graf dari peta, algoritma pencarian dan 
fungsi heuristik [9].  
Perumusan pathfinding pertama yaitu representasi peta, mempengaruhi bentuk graf 
yang mampu dibentuk pada sebuah peta. Hasil pencarian jalur akan lebih optimal dan cepat bila 
diterapkan dengan representasi peta yang sesuai. Beberapa bentuk representasi peta yang dapat 
diterapkan dalam pathfinding adalah: grid, waypoint, navigation mesh, dan quadtree [10]. 
Representasi grid dilakukan dengan mentranslasikan peta menjadi blok-blok dengan ukuran 
yang sama. Bentuk grid yang umum adalah persegi (rectangular grid) sehingga pergerakan 
dilakukan pada 4 arah atau 8 arah [11]. Representasi peta waypoint (visibility grid) dilakukan 
dengan menempatkan titik pada masing-masing sudut dari halangan. Kumpulan titik tersebut 
dihubungkan satu sama lain sesuai dengan line of sight masing-masing titik. Titik diletakkan 
pada sudut peta dan diklasifikasikan menjadi dua jenis, yaitu protruding corners (sudut 
menonjol) dan depressed corners (sudut depresi) [12]. Representasi peta dengan navigation 
mesh dilakukan dengan cara memartisi area yang dapat dilalui sesuai dengan bentuk polygon 
halangan. Kemudian, representasi peta dengan quadtree dilakukan dengan cara melakukan 
partisi peta dalam bentuk blok persegi dengan ukuran yang berbeda. Proses pemetaan dilakukan 
dengan membagi peta menjadi empat blok (pohon dimana setiap induk memiliki 4 anak). 
Perumusan pathfinding kedua yaitu algoritma pencarian, berfungsi untuk membantu 
proses traversal pada graf yang dibentuk oleh representasi peta. Algoritma pencarian dapat 
dikategorikan menjadi dua yaitu algoritma yang langsung melangkah tanpa mengecek 
keseluruhan area (metode primitif) dan algoritma yang mengecek keseluruhan area sebelum 
melangkah [11].  
Perumusan pathfinding ketiga yaitu fungsi heuristik, merupakan dasar perhitungan 
dalam pencarian heuristik untuk mengevaluasi suatu permasalahan dan menentukan seberapa 
A 
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jauh hal tersebut dapat digunakan untuk mendapatkan solusi yang diinginkan. Jenis-jenis 
pencarian heuristik adalah Generate and Test, Hill Climbing, Best First Search, Alpha Beta 
Prunning, Means-End-Anlysis dan Constraint Satisfaction. Beberapa fungsi heuristik yang 
dapat diterapkan adalah fungsi heuristik Euclidean dan Manhattan. Fungsi heuristik ini 
menghitung nilai jarak absolut antara dua titik pada ruang Euclidean, sedangkan fungsi heuristik 
Manhattan menghitung nilai jarak dengan menjumlahkan selisih nilai x dan nilai y dari dua 
buah titik [13] [14]. 
Penelitian mengenai any-angle path planning masih dilanjutkan untuk meningkatkan 
performa pencarian, khususnya pada waktu pencarian atau runtime, tanpa mengurangi kualitas 
path length. Algoritma Theta* yang unggul dari algoritma any-angle path planning berbasis A* 
dioptimalisasi sehingga menghasilkan beberapa varian, seperti Lazy Theta*. Lazy Theta* 
menggunakan lazy evaluation yang mengurangi kebutuhan pengecekan line of sight bila titik 
tersebut tidak perlu dilalui. Algoritma Lazy Theta* mampu menghasilkan jalur yang pendek 
seperti Theta*, namun dengan waktu yang lebih minimal [15]. Selain untuk mengoptimalkan 
standar dan kemampuan AI dalam mencari jalur terpendek, Lazy Theta* masih memiliki ruang 
untuk ditelusuri, salah satunya melalui parameter fungsi heuristik. Maka berdasarkan uraian 
diatas dilakukan penelitian dengan permasalahan bagaimana performa pencarian jalur terpendek 
algoritma Lazy Theta* berdasarkan fungsi heuristik Euclidean dan Manhattan. 
 
 
2. METODE PENELITIAN 
2.1 Perumusan Masalah 
Penelitian dimulai dengan mencari topik-topik mengenai perkembangan penelitian 
berdasarkan latar belakang yang ada dan dilakukan analisis permasalahan.  
2.2 Studi Literatur 
Studi literatur dilakukan untuk mencari referensi mengenai permasalahan yang ada 
dan mendukung penelitian yang dilakukan. 
2.2.1 Lazy Theta* 
Lazy Theta* merupakan optimasi dari algoritma Theta*. Algoritma ini 
berdasarkan lazy evaluation yang mengurangi jumlah pengecekan collision (line-
of-sights) dengan tidak melakukan pengecekan sampai nilainya dibutuhkan. Prinsip 
lazy evaluation juga menghindari pengulangan pengecekan yang meningkatkan 
waktu proses (runtime) (Gambar 1)[15]. 
 
1 Main()  
2 open := closed := ∅; 
3 g(s start) := 0; 
4 parent(s start) := s start; 
5 open.Insert(s start, g(s start) + h(s start)); 
6 while open != ∅ do 
7 s := open.Pop(); 
8 SetVertex(s); 
9 if s = s goal then 
10 return “path found”; 
11 closed := closed ∪ {s}; 
12 foreach s′ ∈ nghbr vis (s) do 
13 if s′ !∈ closed then 
14 if s′ !∈ open then 
15 g(s′ ) := ∞; 
16 parent(s′ ) := NULL; 
17 UpdateVertex(s, s′ ); 
18 return “no path found”; 
19 End 
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20 UpdateVertex(s, s’) 
21 g old := g(s′ ); 
22 ComputeCost(s, s′ ); 
23 if g(s′ ) < g old then 
24 if s′ ∈ open then 
25 open.Remove(s′ ); 
26 open.Insert(s′, g(s′ ) + h(s′ )); 
27 End 
28 ComputeCost (s, s’) 
29 /* Path 2 */ 
30 if g(parent(s)) + Heuristic(heuristik, parent(s), s′)) < g(s′ ) then 
31 parent(s′ ) := parent(s); 
32 g(s′ ) := g(parent(s)) + c(parent(s), s′ ); 
33 End 
34 Heuristic (arg v, a,b) 
35 dx = |(a.x - b.x)| 
36 dy = |(a.y - b.y)| 
37 if (v = “Euclidean”) then 
38 return √(dx2 + dy2) 
39 else  
40 if (v = “Manhattan”) then 
41 return dx + dy 
42 End 
43 SetVertex(s) 
44 if NOT lineofsight(parent(s), s) then 
45 /* Path 1*/ 
46 parent(s) := argmins′∈nghbrvis(s) ∩ closed(g(s′ ) + c(s′, s)); 
47 g(s) := mins′∈nghbrvis(s) ∩ closed(g(s′ ) + c(s′, s)); 
48 End 
Gambar 1 Pseudocode Lazy Theta* dengan fungsi heuristik 
Euclidean dan Manhattan 
 
2.2.2 Fungsi Heuristik 
Fungsi heuristik adalah sebuah teknik yang mengembangkan efisiensi 
dalam proses pencarian, namun dengan kemungkinan mengorbankan kelengkapan 
(completeness). Fungsi heuristik merupakan dasar perhitungan dalam pencarian 
heuristik untuk mengevaluasi keadaan-keadaan problema individual dan 
menentukan seberapa jauh hal tersebut dapat digunakan untuk mendapatkan solusi 
yang diinginkan. Fungi heuristik yang akan diterapkan adalah: 
1. Fungsi Heuristik Euclidean 
Fungsi heuristik ini menghitung nilai jarak absolut antara dua titik pada 
ruang Euclidean [13]. Perhitungan yang dilakukan dengan fungsi heuristik 
Euclidean dapat dirumuskan sebagai berikut: 
G=D*   (1) 
dimana: 
dx=abs(x1-x2)  (2) 
 dy=abs(y1-y2)  (3) 
 
2. Fungsi Heuristik Manhattan 
Fungsi heuristik Manhattan inimenghitung nilai jarak dengan ruang 
Euclidean berdimensi dua. Fungsi heuristik ini menjumlahkan selisih nilai x dan 
nilai y dari dua buah titik. Nama heuristik berasal dari kota Manhattan di 
Amerika yang jarak dari dua lokasi dihitung dari blok-blok yang dapat dilalui 
dan tidak bisa dilintasi secara diagonal [14]. Perhitungan yang dilakukan 
dengan fungsi heuristik Manhattan dapat dirumuskan sebagai berikut: 
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G=D*(dx+dy)  (4) 
dimana: 
dx=abs(x1-x2)  (2)  
dy=abs(y1-y2)  (3) 
 
 
2.3 Pembuatan Prototype 
Pembuatan prototype dilakukan dengan merancang sistem beserta peta pengujian, 
halangan pengujian dan skenario pengujian. Proses ini diawali dari penerjemahan 
algoritma ke dalam bentuk kode dan penyusunan interface program. Implementasi 
dilakukan dengan Unity [16] dan bahasa pemrograman C# [17] dengan rancangan sebagai 
berikut:  
2.3.1 Lingkungan Pengujian Algoritma 
Penelitian ini menggunakan perangkat keras (hardware) dan perangkat 
lunak (software), sebagai berikut: 
1. Perangkat Keras (Hardware) 
Hardware yang digunakan dalam penelitian ini adalah: 
a. Processor Intel(R) Celeron(R) CPU 1017U @ 1.60GHz (2 CPUs), 
~1.6GHz. 
b. Memori DDR3 2GB. 
c. Video card Intel(R) HD Graphics. 
2. Perangkat Lunak (Software) 
Software yang digunakan dalam penelitian ini adalah: 
a. OS Windows yang digunakan adalah Microsoft Windows 10 Pro 32-bit. 
b. Unity Personal 5.5.0f3 sebagai tools pengujian. 
 
2.3.2 Rancangan Peta Pengujian 
Pengujian algoritma Lazy Theta* dilakukan pada 8 peta pengujian yang 
masing-masing berukuran 100×100 grids. Perbedaan antar peta pengujian adalah 
pada letak dan bentuk halangan yang disusun untuk menguji jalur yang mampu 
dihasilkan algoritma Lazy Theta* sesuai dengan fungsi heuristik yang ditentukan. 
 
2.3.3 Rancangan Posisi Pengujian 
Parameter input berupa posisi pengujian (starting point dan goal point) 
dibagi menjadi 12, yaitu: 
1. Starting Point: Atas Kiri, Goal Point: Atas Kanan. 
2. Starting Point: Atas Kiri, Goal Point: Bawah Kanan. 
3. Starting Point: Atas Kiri, Goal Point: Bawah Kiri. 
4. Starting Point: Atas Kanan, Goal Point: Atas Kiri. 
5. Starting Point: Atas Kanan, Goal Point: Bawah Kiri. 
6. Starting Point: Atas Kanan, Goal Point: Bawah Kanan. 
7. Starting Point: Bawah Kanan, Goal Point: Atas Kanan. 
8. Starting Point: Bawah Kanan, Goal Point: Atas Kiri. 
9. Starting Point: Bawah Kanan, Goal Point: Bawah Kiri. 
10. Starting Point: Bawah Kiri, Goal Point: Atas Kiri. 
11. Starting Point: Bawah Kiri, Goal Point: Atas Kanan. 
12. Starting Point: Bawah Kiri, Goal Point: Bawah Kanan. 
 
2.3.4 Rancangan Skenario Pengujian 
Skenario pengujian algoritma Lazy Theta* berdasarkan fungsi heuristik 
Euclidean dan Manhattan dibagi menjadi 12 skenario, dimana sebuah scenario 
terdiri dari satu posisi pengujian yang sama dan delapan peta pengujian. 
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2.4 Pengujian dan Pengambilan Data 
Pengujian program dilakukan untuk memastikan semua bagian sudah berjalan 
sesuai tujuan baik segi logika dan fungsional. Pengujian akan dibuat untuk menampilkan 
output berupa data analisis sesuai dengan rancangan penelitian. Hasil dari pengujian akan 
didokumentasikan dalam bentuk tabel dengan parameter completeness (dalam satuan 
boolean), path count (dalam satuan unit), runtime (dalam satuan miliseconds), path length 
(dalam satuan vector 3), dan searched nodes (dalam satuan unit). 
 
2.5 Analisis Performa 
Pada tahap ini, dilakukan analisis untuk mengetahui performa algoritma Lazy 
Theta* dalam menemukan jalur terpendek. Hasil analisis akan diolah untuk membentuk 
sebuah kesimpulan dan rekomendasi penelitian. 
 
 
3. HASIL DAN PEMBAHASAN 
Pengujian algoritma Lazy Theta* dilakukan pada 12 skenario dengan parameter input 
posisi pengujian yang sama yang masing-masing terdiri dari delapan peta pengujian. Proses 
pengujian dibantu dengan pembuatan prototype yang ditujukan untuk simulasi program dan 
menampilkan hasil parameter output (Gambar 2). 
 
 
Gambar 2 Tampilan Pengujian Algoritma 
 
Setelah dilakukan percobaan sesuai dengan skenario pengujian, hasil data dicatat dalam 
sebuah tabel perbandingan performa. Tabel 1 menunjukkan bahwa algoritma Lazy Theta* 
dengan fungsi heuristik Euclidean dan Manhattan memiliki persamaan dalam parameter 
completeness, perbedaannya adalah pada penerapan fungsi heuristik Euclidean, jalur yang 
dihasilkan unggul dalam path count sebanyak 8.90% lebih sedikit dan path length sebanyak 
3.24% lebih pendek sedangkan fungsi heuristik Manhattan unggul dalam parameter runtime 
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Tabel 1 Perbandingan Performa Algoritma Lazy Theta* pada 













































3 True 3.63 
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4 True 7.5 
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6 True 3.25 
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10 True 3.63 
110.6
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Berdasarkan seluruh pengujian setiap skenario peta, dapat dianalisis pengaruh fungsi 
heuristik terhadap jalur yang dihasilkan, yaitu pada parameter path length. Ilustrasi hubungan 
fungsi heuristik dalam terhadap path length adalah sebagai berikut (Gambar 3 s.d. Gambar 14): 
 
  
Gambar 3 Pengaruh Fungsi Heuristik terhadap 
Parameter Path Length untuk Posisi 
Pengujian Pertama 
Gambar 4 Pengaruh Fungsi Heuristik terhadap 
Parameter Path Length untuk Posisi 
Pengujian Kedua 
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Gambar 5 Pengaruh Fungsi Heuristik terhadap 
Parameter Path Length untuk Posisi 
Pengujian Ketiga 
 
Gambar 6 Pengaruh Fungsi Heuristik terhadap 




Gambar 7 Pengaruh Fungsi Heuristik terhadap 
Parameter Path Length untuk Posisi 
Pengujian Kelima 
 
Gambar 8 Pengaruh Fungsi Heuristik terhadap 




Gambar 9 Pengaruh Fungsi Heuristik terhadap 
Parameter Path Length untuk Posisi 
Pengujian Ketujuh 
 
Gambar 10 Pengaruh Fungsi Heuristik terhadap 
Parameter Path Length untuk Posisi 
Pengujian Kedelapan 
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Gambar 11 Pengaruh Fungsi Heuristik terhadap 
Parameter Path Length untuk Posisi 
Pengujian Kesembilan 
 
Gambar 12 Pengaruh Fungsi Heuristik terhadap 




Gambar 13 Pengaruh Fungsi Heuristik terhadap 
Parameter Path Length untuk Posisi 
Pengujian Kesebelas 
 
Gambar 14 Pengaruh Fungsi Heuristik terhadap 
Parameter Path Length untuk Posisi 




Gambar 15 Pengaruh Fungsi Heuristik terhadap Parameter Path Length 
untuk Fungsi Heuristik Euclidean dan Manhattan 
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Berdasarkan Gambar 15, dapat disimpulkan bahwa fungsi heuristik dengan parameter 
input posisi pengujian dan peta pengujian memberikan pengaruh pada terhadap path length. 
Algoritma Lazy Theta* dengan fungsi heuristik Euclidean mampu memberikan jalur yang lebih 
pendek dibandingkan dengan fungsi heuristik Manhattan. Hal ini disebabkan karena fungsi 
heuristik Euclidean dapat menghitung nilai cost diagonal yang lebih kecil dari fungsi heuristik 
Manhattan. Oleh karena itu dengan fungsi heuristik Euclidean, algoritma Lazy Theta* lebih 




Pengujian performa algoritma Lazy Theta* untuk pencarian jalur terpendek berdasarkan 
fungsi heuristik Euclidean dan Manhattan didapat kesimpulan sebagai berikut: 
1. Algoritma Lazy Theta* dengan fungsi heuristik Euclidean mampu menghasilkan jalur yang 
lebih pendek dan natural dibandingkan dengan jalur yang dihasilkan dengan fungsi heuristik 
Manhattan. 
2. Algoritma Lazy Theta* dengan fungsi heuristik Euclidean dan Manhattan memiliki 
persamaan dalam parameter completeness, perbedaannya adalah pada penerapan fungsi 
heuristik Euclidean, jalur yang dihasilkan unggul dalam path count sebanyak 8.90% lebih 
sedikit dan path length sebanyak 3.24% lebih pendek sedangkan fungsi heuristik Manhattan 





Berdasarkan hasil evaluasi pengujian perfoma algoritma, masih terdapat ruang untuk 
pengembangan penelitian mengenai algorithma pathfinding Lazy Theta*, yaitu: 
1. Perlanjutan penelitian mengenai fungsi heuristik selain Euclidean dan Manhattan untuk 
mengetahui pengaruhnya parameter pengujian jalur pada algoritma Lazy Theta*. 
2. Perlanjutan penelitian mengenai representasi peta selain Rectangular Grid sehingga dapat 
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