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VISOKOŠOLSKI ŠTUDIJSKI PROGRAM
PRVE STOPNJE
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Povzetek
Naslov: Predstavitev koncepta progresivne spletne aplikacije
Avtor: Kevin Cvetežar
Uporaba spletnih aplikacij je dandanes postala del vsakdanjika, saj nam po-
nujajo komunikacijo z zunanjim svetom. Preveč spletnih aplikacij je slabo
prilagojenih za nezanesljiva in počasna omrežja, da bi ponujale dobro upo-
rabnǐsko izkušnjo, hkrati pa niso dovolj prilagojene za mobilne naprave, ka-
tere so postale primarni način dostopa za mnoge uporabnike po svetu. V di-
plomskem delu bom predstavil koncept progresivnih spletnih aplikacij. To so
spletne aplikacije, ki so prilagojene uporabi v nezanesljivih omrežjih. Lahko
jih namestimo na katero koli platformo, ki podpira standardizirane spletne
brskalnike. Rezultat diplomskega dela bo razvoj demo primera spletne apli-
kacije, ter primerjava rezultata razvoja dveh načinov(uporabnǐska izkušnja):
PWA in klasična aplikacija.
Ključne besede: spletna aplikacija, mobilna aplikacija, več-platformno raz-
vijanje, progresivna spletna aplikacija, spletni delavci.

Abstract
Title: The introduction of the concept of progressive web application
Author: Kevin Cvetežar
Use of web apps has become an everyday thing as they offer us communi-
cation with the outside world. Too many web apps are poorly optimized for
slow and unreliable networks, to offer satisfactory user experience. At the
same time, they are poorly optimized for mobile usage, which has become the
main device for many users across the world. In my thesis I will present the
concept of progressive web apps. This are web apps, optimized for unreliable
network. They can also be installed on every device, that supports standard-
ized web browsers. I shall present this with development of a demo web app
and comparison of result from two kinds of development (user experience):
PWA and classic web app.
Keywords: web app, mobile app, cross-platform development, progressive
web app, service workers.

Poglavje 1
Uvod
Si dandanes lahko sploh še predstavljamo življenje brez spletnih aplikacij?
Uporabljamo jih za prebiranje novic, gledanje video posnetkov, komunikacijo
s prijatelji, z njihovo pomočjo opravljamo nakupe, se naročamo na zdravnǐske
preglede in še veliko več. Če nam je všeč ali ne, so spletne aplikacije postale
stalnica v našem življenju. Do teh vsebin pa vedno več uporabnikov do-
stopa skozi mobilne naprave, na katerih se pogosto uporabnǐska izkušnja ne
primerja z namiznimi.
Skozi diplomsko del bom predstavil težave, s katerimi se srečujejo uporab-
niki, ko dostopajo do spletnih aplikacij v počasnih in nezanesljivih omrežjih.
Predstavil bom koncept PWA, ki izbolǰsa uporabnǐsko izkušnjo v teh razme-
rah. Predstavil bom tudi, kako z razvojem PWA ponudimo možnost name-
stitve spletne aplikacije na vse naprave, ki podpirajo standardizirane sple-
tne brskalnike. Preučili bomo primere, ko je progresivna spletna aplikacija
uspešno nadomestila oziroma dopolnila mobilne aplikacije.
Predstavil bom orodja, potrebna za razvoj PWA, in na kaj moramo biti
pozorni. Opisal bom tudi programske jezike, ki sem jih izbral za razvoj
aplikacije, ter izdelal pilotni sistem, ki bo prikazoval funkcionalnost in iz-
bolǰsano uporabnǐsko izkušnjo. Na pilotnem sistemu bom primerjal upo-
rabnǐsko izkušnjo spletne aplikacije in progresivne spletne aplikacije.
1
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Poglavje 2
Motiv
2.1 Problem
Pri uporabi spletnih aplikacij imamo dve veliki težavi. Prva je neobstoječa
povezava, pri kateri uporabnik sploh ne more dostopati do spletne strani.
To za uporabnika pomeni, da ne more zadostiti svoje trenutne potrebe po
dostopanju do informacij. Druga, po mojem mnenju še bolj nadležna težava,
pa je slaba internetna povezava. To se udejanji tako, da aplikacija prikazuje
pridobivanje podatkov, a ti nikoli ne prispejo. Uporabnik v takem primeru
nima primerne informacije o stanju omrežja. Tako tudi ne ve, ali naj odneha
z dostopom do naše spletne strani ali pa počaka še nekaj sekund.
Pa si poglejmo še, kaj ti dve težavi predstavljata za ponudnike spletnih
aplikacij. V prvem primeru neobstoječe internetne povezave imamo poten-
cialno stranko, ki hoče s pomočjo naše aplikacije ali kaj kupiti ali se infor-
mirati. Če naša stran ni dosegljiva v načinu brez povezave, je tako, kot da
ne bi obstajali. Morda se stranka vseeno spomni pogledati našo stran, ko se
ji povrne povezava, a ta trenutek je to za nas izgubljena stranka. Še slabši
učinek pa ima slaba internetna povezava. Uporabnik naloži našo stran po
določenem času, a zaradi nezanesljivosti povezave izgubimo del podatkov,
naša uporabnǐska izkušnja je posledično okrnjena in s tem pustimo uporab-
nika nezadovoljnega.
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Kot ponudnik spletnih aplikacij si želimo čim večji doseg uporabnikov,
kar pomeni, da moramo ponujati tudi dobro rešitev na mobilnih napravah.
Razvoj mobilnih aplikacij predstavlja velik strošek in ne reši celotne težave.
2.2 Rešitev
Progresivna spletna aplikacija nam reši oziroma vsaj zmanǰsa te težave. Re-
lativno nova tehnologija v svetu spletnih aplikacij omogoča manipulacijo
omrežnih zahtev in predpomnjenje podatkov. Te zmožnosti nam omogočijo
ves nabor orodij, ki jih potrebujemo, da priskrbimo uporabniku izkušnjo v
neobstoječi internetni povezavi in zelo izbolǰsamo izkušnjo v nezanesljivih in
počasnih omrežjih.
Prav tako namestitev progresivnih spletnih aplikacij na mobilne naprave
predstavlja alternativo mobilnim aplikacijam, zaradi česar ni potrebe po
večplatformnem razvijanju[8]. To nam omogoči, da imamo lastno mobilno
aplikacijo, ki je v resnici progresivna spletna aplikacija. Tako prihranimo
čas in denar ter izbolǰsamo uporabnǐsko izkušnjo preko mobilnega spletnega
brskalnika za uporabnike, ki ne želijo namestiti PWA ali mobilne aplikacije.
PWA ima nekaj načel, katerim je priporočljivo slediti[10]:
• Odkritost: spletni iskalniki lahko dostopajo do vsebine.
• Naložljivost: aplikacije se lahko naloži na mobilno napravo.
• Povezljivost: lahko jo delimo preko spletne povezave.
• Neodvisnost od omrežja: deluje tudi v načinu brez povezave ali s
slabo povezavo.
• Progresivnost: možnost uporabe tudi na stareǰsih brskalnikih in po-
polnoma delujoča na sodobnih.
• Ponovno angažiranje: pošiljanje obvestil, ko je na voljo nova vsebina.
• Varnost: varovanje podatkov pred zunanjimi uporabniki.
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• Odzivnost: delovati mora na različnih dimenzijah naprav.
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Poglavje 3
Uporabljene tehnologije
3.1 Node.js
Node.js je odprtokodno izvajalno okolje. Temelji na Javascript program-
skemu jeziku. Priljubljenost Node.js je pripisati tudi paradigmi Javascript
povsod, ki spodbuja uporabo le enega programskega jezika povsod v razvoju
spletnih aplikacij.[11].
3.2 Visual studio code
Visual studio code je urejevalnik kode, ki je razvit s strani Microsofta za
Windows, Linux in macOS operacijske sisteme. Omogoča razhroščevanje,
obarvanje sintakse, verzioniranje, pametno dokončevanje kode in še cel kup
drugih stvari. Poleg že vgrajenih stvari pa obstaja cel kup uporabnǐsko spi-
sanih dodatkov, ki jih lahko dodamo urejevalniku, da ga naredimo še bolj
uporabnǐsko prijaznega ali zmogljiveǰsega[17].
3.3 Postman
Postman je izjemno močno orodje za testiranje in razhroščevanje sistema
API, saj nam omogoča, da pošljemo HTTP zahteve neposredno na strežnik, z
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vsemi parametri in morebitno avtentikacijo, ter dobimo nazaj odziv strežnika
v berljivi obliki[12].
3.4 Android studio
Android studio je uradno integrirano razvijalsko okolje za razvoj aplikacij
operacijskega sistema Android. Uporabljal sem ga za emuliranje mobilne
naprave na računalniku z namenom testiranja naše PWA[5].
3.5 ReactJS + Material-UI
ReactJS je Javascript knjižnica za grajenje uporabnǐskih vmesnikov. Glavni
gradniki so komponente. Lahko ga uporabljamo povsod, torej tudi že pri ob-
stoječih projektih, brez da bi morali prepisati kodo[2]. Material-UI je skupek
že pripravljenih komponent za ReactJS, ki so odzivne in sledijo najnoveǰsim
trendom v oblikovanju[1].
3.6 Workbox
Workbox je skupina knjižnic in Node modulov za olaǰsanje dela pri predpo-
mnjenju podatkov[18].
Poglavje 4
Progresivna spletna aplikacija
4.1 Ideja
Idejo o spletnih aplikacijah, ki bi se jih dalo naložiti na mobilno napravo, je
imel že Steve Jobs leta 2007. Kot rešitev je ponudil kombinacijo tehnologij
Web 2.0 in AJAX, a se je takrat to izkazalo za neizvedljivo zaradi pomanj-
kanja sposobnosti, ki so jih imele spletne aplikacije. Niso imele dostopa do
strojne opreme mobilnih naprav, pa tudi v ostalih pogledih so se izvajale
počasneje[15].
Nekaj let kasneje, bolj natančno leta 2015, je prvič izraz progresivna
spletna aplikacija uporabil Googlov inženir Alex Russell. Definiral je tudi
glavna načela, ki naj bi jim sledili, da ustvarimo PWA (omenjena v poglavju
2). PWA za svoje delovanje izkorǐsčajo več spletnih tehnologij [13]:
• spletni manifest;
• spletni delavec;
• spletna baza;
• WebAssembly;
• knjižnice za baze.
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Najmanj, kar pa potrebujemo za PWA, sta spletni manifest in spletni
delavec, ki ju bom opisal bolj podrobno v nadaljevanju poglavja.
4.2 Primeri PWA
AliExpress je ena najbolj priljubljenih spletnih trgovin na svetu. Priljubljena
je predvsem na azijskem trgu, kjer je primarna raba interneta skozi mobilno
napravo. Z razvojem mobilne aplikacije so poskušali navadne uporabnike pre-
tvoriti v uporabnike, ki uporabljajo njihovo aplikacijo. To se jim ni splačalo
v meri, ki so jo pričakovali. Ob istem času pa so imeli tisti uporabniki, ki
niso hoteli namestiti aplikacije, slabšo uporabnǐsko izkušnjo. Spletna stran
ni bila optimizirana za brskanje preko mobilnih naprav, prav tako pa so ji
manjkale sposobnosti mobilne aplikacije. Ker pa mobilno poslovanje raste
trikrat hitreje kot e-poslovanje, so še naprej iskali rešitev. Investirali so v
razvoj PWA. Rezultati so bili takoj opazni in nad pričakovanji. S prehodom
na PWA so dosegli[4]:
• dvakrat več obiskov na sejo;
• 74 % več porabljenega časa uporabnikov na strani;
• 104-% povečanje v stopnji pretvorbe za nove uporabnike.
Naslednja zgodba o uspehu prihaja iz največje e-trgovine v Indiji Flipkart.
Leta 2015 so se odločili, da bodo za mobilne uporabnike podpirali le mobilno
aplikacijo brez mobilne spletne strani. Začasno so zaprli njihovo mobilno
stran. Pri tem pa so imeli čedalje večje težave, kako uporabnikom spletne
trgovine, ki so dostopali do nje preko mobilnega brskalnika, omogočati dobro
uporabnǐsko izkušnjo. Odločili so se, da se bolj osredotočijo na mobilno
spletno stran. Kakšen pa je bil njihov pristop k problemu?
• razvoj PWA Flipkart Lite;
• uporaba spletnih delavcev za hitreǰse nalaganje podatkov;
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• gladka navigacija in drsenje s 60 okviri/sekundo;
• pojavno okno, ki sprašuje uporabnike, ali bi radi dodali aplikacijo na
domači zaslon.
Po implementaciji teh točk pa je bil rezultat več kot zadovoljiv[9]:
• trikrat več porabljenega časa na strani.
• 40 % večja ponovna angažiranost uporabnikov;
• 70 % večja stopnja pretvorbe pri uporabnikih, ki so namestili progre-
sivno spletno aplikacijo na domači zaslon;
• trikrat manj porabe podatkov v primerjavi z mobilno aplikacijo.
Preǰsnja dva primera sta izvirala iz Azije, kjer je omrežje slabše razvito.
Pa si poglejmo še, ali PWA pripomore tudi na globalni ravni. Za primer
vzamem Twitter, ki je socialno omrežje za deljenje najnoveǰsih novic v svetu.
Ima 328 milijonov uporabnikov, od tega jih kar 80 % primarno dostopa do
njega preko mobilne naprave. Leta 2017 je Twitter Lite, ki je PWA, postal
primarna spletna izkušnja za uporabnike.
Rezultati so spet pozitivni[16]:
• 75 % več poslanih tvitov;
• 65 % več strani na sejo;
• 20 % zmanǰsanje uporabnikov, ki zapustijo aplikacijo po ogledu ene
strani;
• velikost, ki jo zavzame na mobilni napravi, je 3 % velikosti mobilne
aplikacije.
Kot vidimo iz zgornjih primerov je PWA prava smer razvoja naših sple-
tnih aplikacij. Tudi v primeru, ko že imamo mobilno aplikacijo, so rezultati
pozitivni. Čeprav to še trenutno ni standard pri razvoju, vidimo, da imajo
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velika podjetja uspeh pri implementaciji PWA. Ker je razvoj PWA ceneǰsi kot
razvoj mobilne aplikacije, pa je primerna tudi za manǰsa podjetja. Primerna
je predvsem za manj zahtevne mobilne aplikacije, ki ne zahtevajo dostopa
do strojne opreme naprave. Kot vidimo so čudovita alternativa mobilnim
aplikacijam spletnih trgovin. Tak primer je v Sloveniji na primer ceneje.si.
4.3 Spletni manifest
Spletni manifest je datoteka JSON (slika 4.1), ki vsebuje podatke, potrebne
za namestitev naše spletne aplikacije na platformo (mobilne ali namizne na-
prave). Pa si poglejmo, katera polja imamo na voljo v spletnem manifestu.
• name: Določi ime aplikacije.
• short name: Kratko ime aplikacije, ki se prikaže, če je ime predolgo.
• description: Kraǰsi opis aplikacije.
• icons: Ikonice, ki vsebujejo dimenzije, vir in tip ikon. Priporočljivo je
naložiti različne dimenzije ikon zaradi različnih zahtev mobilnih naprav.
• start url: Stran naše aplikacije, ki naj se odpre ob zagonu.
• display: Na kakšen način naj se prikaže naša aplikacija (fullscreen/standalone/browser/minimal-
ui).
• theme color: Osnovna barva uporabnǐskega vmesnika.
• background color: Barva, ki se uporablja v ozadju ob namestitvi in
pri začetnem zaslonu.
• name: Določi ime aplikacije.
• short name: Kratko ime aplikacije, ki se prikaže, če je ime predolgo.
• description: Kraǰsi opis aplikacije.
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• icons: Ikonice, ki vsebujejo dimenzije, vir in tip ikon. Priporočljivo je
naložiti različne dimenzije ikon zaradi različnih zahtev mobilnih naprav.
• start url: Stran naše aplikacije, ki naj se odpre ob zagonu.
• display: Na kakšen način naj se prikaže naša aplikacija (fullscreen/standalone/browser/minimal-
ui)
• theme color: Osnovna barva uporabnǐskega vmesnika.
• background color: Barva, ki se uporablja v ozadju ob namestitvi in
pri začetnem zaslonu.
4.4 Spletni delavci
Spletni delavec je skripta, ki se izvaja v ozadju spletnega brskalnika[6]. Ne
uporablja glavne niti spletne strani, ampak se izvaja neodvisno. Prav tako
nanj ne vpliva uporabnǐska interakcija. Spletni delavec skrbi za manipulacijo
omrežnih zahtev, predpomnjenje podatkov in za obveščanje uporabnika. [14]
4.4.1 Registracija
Da bi spletni delavec začel opravljati naloge, ga moramo najprej registrirati.
To naredimo v naši index.js datoteki (slika 4.2). Registracija pove našemu
spletnemu brskalniku, v kateri datoteki se nahaja spletni delavec. Ker ima
spletni delavec veliko moč pri manipuliranju podatkov, ga lahko registri-
ramo samo na varnih povezavah, torej preko HTTPS. Izjema je naše lokalno
omrežje localhost, za namene testiranja.
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Slika 4.1: Spletni manifest PWA.
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Slika 4.2: Registracija spletnega delavca.
Slika 4.3: Življenjski cikel spletnega delavca[3].
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4.4.2 Življenjski cikel spletnega delavca
Če pogledamo sliko 4.3, lahko vidimo življenjski cikel spletnega delavca. Po
registraciji se sproži namestitev. Ob uspešni namestitvi se izvede dogodek
aktivacija. Spletni delavec ne more prevzeti nadzora trenutnih sej, v katerih
se je namestil. Počakati mora, da se zavihek zapre in se vrnemo na stran.
Takrat pa se končno aktivira. V tej fazi lahko poskrbimo za brisanje starih
podatkov v predpomnilniku, lahko pa tudi pustimo tako kot je.
Ko je enkrat aktiviran, pa je v stanju nedejavnosti. Če ne prejema zah-
tev, se pobrǐse, da prihranimo prostor in spomin, v nasprotnem primeru pa
upravlja z našimi zahtevami po podatkih. Za upravljanje teh dveh stanj nam
ni treba skrbeti, saj to za nas ureja spletni brskalnik.
4.4.3 Namestitev
Ko se spletni delavec registrira, sledi faza namestitve. Sledijo tri koraki:
• dostopamo do predpomnilnika;
• zapǐsemo statične datoteke v predpomnilnik;
• preverimo, ali so zapisane vse statične datoteke.
s e l f . addEventListener ( ’ i n s t a l l ’ , f unc t i on ( event ) {
event . wa i tUnt i l (
caches . open ( ’ o f f l i n eCache ’ )
. then ( func t i on ( cache ) {
r e turn cache . addAll ( [
’/ o f f l i n e ’
] )
})
) ;
} ) ;
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Podan je primer predpomnjenja strani, ki se prikaže v brezomrežnem
načinu. Našo stran zapǐsemo v predpomnilnik pod ključem offlineCache. Na
to mesto bi lahko zapisali več strani naenkrat in ne samo eno.
Pri tem moramo upoštevati, da poskuša spletni delavec ob namestitvi
naložiti vse statične datoteke, ki jih hočemo shraniti v predpomnilnik. V
primeru, da se le ena od teh datotek ne prenese, se spletni delavec ne namesti.
Tako moramo biti pazljivi, koliko statičnih datotek si želimo predpomniti –
več kot jih imamo, večja možnost obstaja, da bo namestitev neuspešna.
4.4.4 Pridobivanje podatkov
Cilj spletnih aplikacij je v večini primerov zelo poenostavljeno prikazati in-
formacije in z njimi nekaj narediti. Te podatke pridobivamo iz svojega ali
zunanjega strežnika. Pri pridobivanju teh podatkov lahko naletimo na cel
kup težav. Internetna povezava je lahko slaba in pridobivanje podatkov traja
preveč časa, kar poslabša uporabnǐsko izkušnjo. Povezave seveda lahko sploh
ni. V takem primeru do teh podatkov sploh ne moremo priti, kar naredi našo
aplikacijo neuporabno.
Vsaj delno rešitev ponujajo spletni delavci. S predpomnjenjem podatkov
in prestrezanjem zahtev lahko izbolǰsamo delovanje spletne aplikacije in ji celo
omogočimo delovanje, ko omrežne povezave nimamo. To naredimo z različno
kombinacijo pridobivanja podatkov ali iz strežnika ali iz predpomnilnika.
Opisal bom 5 strategij manipulacije pridobivanja podatkov.
Zavlačuj med pridobivanjem novih podatkov
Zavlačuj med pridobivanjem novih podatkov je strategija, kjer najprej vr-
nemo podatke iz predpomnilnika, če obstajajo, nato pa jih posodobimo s
pravimi podatki. Uporabljamo jo predvsem takrat, ko imamo podatke, za
katere ne potrebujemo, da so najnoveǰsi. Lahko prikazujemo tudi zastarele
podatke oziroma informacije, kot so na primer prikaz slik avtomobilov in
lokacij.
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Slika 4.4: Strategija zavlačuj med pridobivanjem novih podatkov.
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1. V omrežje pošljemo zahtevo po podatkih.
2. Spletni delavec prestreže zahtevo in preveri v predpomnilniku, ali imamo
shranjeno zahtevo iz tega naslova.
3. Iz predpomnilnika se podatki pošljejo aplikaciji.
4. Spletni delavec pošlje našo zahtevo naprej v omrežje.
5. Pridobljeni podatki se zapǐsejo v naš predpomnilnik.
Tudi v tem primeru lahko pride do težav. V primeru, da podatkov še ni
v predpomnilniku, aplikacija v načinu brez omrežja ne bo delovala, hkrati pa
v slabem omrežju ne bo nič hitreǰsa kot običajno. V primeru, da iz strežnika
ne dobimo podatkov, v predpomnilnik ne zapǐsemo nič.
Najprej predpomnilnik
Najprej predpomnilnik je strategija, kjer najprej preverimo podatke v pred-
pomnilniku in jih vrnemo. V primeru, da teh podatkov ni ali pa do njih ne
moremo dostopati, se obrnemo na omrežje z zahtevo po podatkih. Prido-
bljenih podatkov v tem primeru ne zapǐsemo v predpomnilnik. Kot primer
uporabe lahko navedemo predpomnjenje datotek CSS ali pa Google pisav.
Torej podatkov, ki jih veliko uporabljamo, a niso nujni za uporabo in se le
redko spreminjajo.
1. V omrežje pošljemo zahtevo po podatkih.
2. Spletni delavec prestreže zahtevo in preveri v predpomnilniku, ali imamo
shranjeno zahtevo iz tega naslova.
3. Če v predpomnilniku ni zahtevanih podatkov, pošlje Spletni delavec
zahtevo v omrežje.
4. Iz omrežja se nato pošljejo podatki naši spletni aplikaciji.
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Slika 4.5: Strategija najprej predpomnilnik.
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Pozitivna stran te strategije je, da če imamo podatke v predpomnilniku,
ne pošljemo zahteve naprej v omrežje. Za naše uporabnike to pomeni manǰso
porabo internetnih podatkov, hkrati pa tudi hitreǰse nalaganje strani.
Najprej omrežje
Najprej omrežje je strategija, kjer najprej preverimo podatke iz omrežja in
jih vrnemo PWA. Podatkov, pridobljenih iz omrežja, ne zapǐsemo v predpo-
mnilnik. V primeru, da teh podatkov ne dobimo, pa preverimo, ali imamo
podatke, ki jih lahko pošljemo PWA, v predpomnilniku. Če ti podatki obsta-
jajo, jih vrnemo PWA. To strategijo uporabljamo v primeru pogosto posodo-
bljenih podatkov. Predpomnjenje je takrat namenjeno temu, da prikažemo
vsaj nekaj podatkov, ko smo brez omrežne povezave. V moji PWA je primer
tega zgodovina rezervacij.
Slika 4.6: Strategija najprej omrežje.
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1. V omrežje pošljemo zahtevo po podatkih.
2. Spletni delavec prestreže zahtevo in jo pošlje naprej v omrežje ter pre-
veri, ali dobimo podatke.
3. Če iz omrežja ne prejmemo podatkov, pošljemo zahtevo naprej v pred-
pomnilnik.
4. Iz predpomnilnika pošljemo podatke PWA.
Paziti moramo, kakšne podatke prikazujemo. Če gre za podatke, za katere
je nujno, da so novi in bi vračanje zastarelih podatkov lahko pripeljalo do
težav, te strategije ne smemo uporabiti, čeprav bi radi nekaj prikazali.
Samo predpomnjenje
Ta strategija je nekoliko manj uporabljena. Naša zahteva po podatkih gre
samo do predpomnilnika in nazaj. To strategijo bi lahko uporabili za hranje-
nje podatkov, ki se res ne spreminjajo, razen v nadgradnji PWA. Kot primer
bi lahko dali slike logotipa in podobno.
Slika 4.7: Strategija samo predpomnilnik.
1. Na strežnik pošljemo zahtevo po podatkih.
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2. Spletni delavec prestreže zahtevo in preveri, ali imamo podatke v pred-
pomnilniku.
3. Iz predpomnilnika se podatki pošljejo PWA.
Pri tem se moramo zavedati, da če uporabimo to strategijo in uporab-
nik izprazni predpomnilnik, so ti podatki nedosegljivi. Za predpomnjenje
moramo skrbeti sami, saj ne moremo kar tako posodobiti predpomnilnika s
podatki iz omrežja. V naši PWA uporabe za ta primer nisem našel, saj imam
samo podatke, ki se spreminjajo vsaj občasno.
Samo omrežje
Samo omrežje pa je strategija, ko imamo zahtevo, ki se lahko izpolni samo
ob internetni povezavi. Primer takih zahtev so PUT ali POST zahteve v
omrežje, kjer smo mi tisti, ki pošiljamo podatke. To strategijo bom na-
tančneje opisal v naslednjem podpoglavju, ki govori o sinhronizaciji v ozadju,
ki uporablja to strategijo.
Slika 4.8: Strategija samo predpomnilnik.
1. V omrežje pošljemo zahtevo po podatkih.
2. Spletni delavec prestreže zahtevo in jo pošlje naprej na omrežje.
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3. Iz omrežja se podatki posredujejo PWA.
Pri tem se ne moremo zanašati na predpomnilnik, da nam pohitri delova-
nje aplikacije ali pa omogoči delovanje v načinu brez omrežja. Uporabimo jo
samo za podatke, ki so res povsem odvisni od internetne povezave. V PWA
sem to uporabljal pri PUT in POST zahtevah. Če hočemo tudi tu nekam
shraniti podatke, preden jih pošljemo, pa uporabimo indexDB bazo, ki jo
ponujajo sodobni spletni brskalniki, in ne predpomnilnika.
Sinhronizacija v ozadju
Sinhroniziranje v ozadju se izvaja takrat, ko hočemo poslati podatke na
strežnik, a nimamo internetne povezave. Včasih hoče uporabnik poslati zah-
tevo ravno takrat, ko izgubimo povezavo. Ker je cilj PWA delovanje v načinu
brez internetne povezave, je to velika pomanjkljivost. Pri tem nastopi sin-
hronizacija v ozadju, ki nam omogoča pošiljanje zahtev tudi, ko nimamo
internetne povezave (slika 4.9).
1. V omrežje pošljemo PUT ali POST zahtevo.
2. Spletnemu delavcu registriramo sinhronizacijski dogodek, zahteva se
shrani v indexDB bazo.
3. Povezava do omrežja se povrne, iz indexDB spletni delavec pridobi
zahtevo in jo pošlje naprej v omrežje.
To rešimo tako, da pošljemo spletnemu delavcu zahtevo po sinhroni iz-
vedbi zahteve. Ko obvestimo spletnega delavca, da bi radi izvedli sinhronizi-
ranje, si moramo podatke, ki bi jih radi poslali na strežnik, tudi shranit.
S knjižnico workbox to naredimo na enostaven način. Najprej definiramo
dodatek, ki mu kot prvi argument dodamo ime vrste, v katero se zapǐse naš
zahtevek, kot drugi argument pa povemo, koliko časa naj poskušamo pošiljati
ta zahtevek. Nato registriramo našo pot, tako da poslušamo vse zahteve, ki
gredo skozi /api/ točko in so PUT ali POST klici (slika 4.10).
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Slika 4.9: Sinhronizacija v ozadju.
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Slika 4.10: Programska koda, namenjena sinhronizaciji podatkov v ozadju
z Workbox knjižnico.
Poglavje 5
Razvoj progresivne spletne
aplikacije
V preǰsnjem poglavju sem predstavil spletne delavce in strategije, ki jih upo-
rabimo, da izbolǰsamo delovanje spletnih aplikacij. V nadaljevanju bom pri-
kazal, kakšne so te prednosti v praksi, ter:
• Predstavil razvoj spletne aplikacije, ki jo bom nadgradil s spletnimi
delavci.
• Naredil primerjavo med spletno aplikacijo in progresivno spletno apli-
kacijo.
• Predstavil možnost namestitve progresivne spletne aplikacije na mo-
bilno ali namizno napravo.
5.1 Razvoj spletne aplikacije
5.1.1 Poslovna domena
Razvil bom spletno aplikacijo, ki je administratorska plošča za pregled elek-
tričnih vozil, namenjenih za souporabo. To storitev ponuja podjetje Avant2Go.
Za razliko od ostalih storitev, pri katerih je treba najem opraviti nekaj dni
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prej ter pred tem plačati, nam njihova storitev omogoča izposojo vozil kadar
koli, račun pa se izstavi šele po opravljeni vožnji. Poleg tega ima v svojih
vrstah le električna vozila. Trenutno so omejena na večja slovenska mesta
ter na vnaprej postavljene lokacije. Cilj je razviti sistem, ki bo omogočal
prosto uporabo, torej točka najema in točka zaključka najema sta lahko kjer
koli v naprej določenem območju. Da je to omogočeno, pa potrebujem do-
ber pregled nad vozili in lokacijami – spletno aplikacijo, bo administratorjem
omogočala pregled vozil, lokacij, rezervacij in poškodb vozil. Te podatke
bodo lahko tudi urejali.
5.1.2 Razvoj
Zaledni sistem
Spletna aplikacija temelji na že obstoječem API-ju, tako da mi zalednega
sistema ni bilo potrebno implementirati. Pri tem moram dodati, da ker
sem hotel prikazati sposobnosti dodajanja slik preko mobilne naprave PWA
aplikacije, sem implementiral modul za poročanje poškodb na avtomobilih.
To je enostavna API točka, ki omogoča GET in POST klice. Določena ima
tri polja:
• String carID (ID avtomobila, za katerega poročamo škodo);
• String damageDescription (opis poškodbe);
• String base64 (slika v formatu base64 ).
Te slike se preko že obstoječega internega vmesnika naložijo na AWS
s3 [7] (Amazonovova storitev za shranjevanje v oblaku). To v uporabnǐskem
vmesniku vidimo na sliki 5.2.
Uporabnǐski vmesnik
Obstoječa administratorska plošča ni bila najbolj primerna za pretvorbo v
PWA, zato sem se odločil za lastno implementacijo. Za razvoj sem upo-
rabil Javascript knjižnico za grajenje uporabnǐskih vmesnikov, ReactJS, v
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kombinaciji z knjižnico Material-UI, ki vsebuje odzivne React komponente.
Spletni aplikaciji sem nato dodal spletnega delavca in spletni manifest, kot je
to opisano v preǰsnjem poglavju (poglavje 4). S tem smo pretovorili spletno
aplikacijo v PWA.
Implementirati sem moral stran za avtentikacijo, saj so ti podatki zaupne
narave in jih lahko spreminjajo samo uporabniki, ki imajo to pravico (slika
5.4).
V naši administratorski plošči prikazujemo več vrst podatkov, kar lahko
vidimo v stranski navigaciji (slika 5.1):
• Profile: podatki o trenutnem uporabniku;
• Cars: podatki o avtomobilih;
• Locations: podatki o lokacijah;
• Damages: podatki o poškodbah;
• Histories: podatki o zgodovini rezervacij;
• Active: podatki o aktivnih rezervacijah.
Te podatke lahko tudi urejamo (slika 5.1) ali pa dodajamo nove elemente
(slika 5.2).
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Slika 5.1: Levo: Prikaz lokacij. Desno: Spreminjanje podatkov lokacije.
Slika 5.2: Levo: Prikaz poškodb. Desno: Dodajanje nove poškodbe.
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5.2 Primerjava
V preǰsnjem poglavju sem predstavil sposobnosti spletnega delavca in pred-
nosti PWA v primerjavi s spletno aplikacijo. Ker je razvoj spletnega delavca
neodvisen od razvoja spletne aplikacije, lahko brez težav prehajamo iz spletne
aplikacije na PWA in obratno. V tem poglavju bom torej prikazal primerjavo
delovanja spletne aplikacije in PWA.
Preverili bomo razlike v naslednjih primerih.
• prvi obisk;
• pridobivanje podatkov;
• delovanje v načinu brez omrežja;
• delovanje v načinu s slabo internetno povezavo;
• delovanje v načinu z dobro internetno povezavo;
• pošiljanje zahtev brez omrežja;
• mobilna aplikacija;
• namizna aplikacija;
• testiranje.
5.2.1 Prvi obisk
Prvi obisk aplikacije preko računalnika je na videz v obeh primerih enak.
Razlika se pokaže, ko nam PWA sporoči o pripravljenosti uporabe v načinu
brez omrežja (slika 5.4). Ta del sprožimo ob uspešni registraciji spletnega
delavca.
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Slika 5.3: Spletna aplikacija.
Slika 5.4: Obvestilo o pripravljenosti PWA na način brez omrežja.
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5.2.2 Pridobivanje podatkov
Ob avtentikaciji uporabnǐskega računa se nam pokaže stran z avtomobili, ki
so trenutno na voljo. Tu je za uporabnika na pogled vse enako, a če pogle-
damo malo globlje z razvijalskega načina, nam je hitro jasno, da se v ozadju
izvaja nekaj več. Spletni delavec pri PWA deluje pri pridobivanju podatkov
in shranjevanju v predpomnilnik. V konzoli nam z obvestili sporoča, kateri
zahtevi odgovarja in s kakšno strategijo bo odgovoril (slika 5.5). Vidimo,
da smo pridobili podatke iz api/cars, api/users, ter še nekatere javascript
komponente, potrebne za delovanje strani.
Slika 5.5: Zapisi o delovanju spletnega delavca v konzolo brskalnika.
Delovanje v načinu brez omrežja
Ena najpomembneǰsih prednosti PWA je zagotovo delovanje v načinu brez
omrežja. V primerjavi s spletnimi aplikacijami, ki so imele zmeraj to slabost,
da so bile v okoljih brez omrežja neuporabne, pri PWA ni nujno, da je res
tako. PWA ima možnost še zmeraj prikazovati podatke, ki jih je prebrala
iz predpomnilnika in uporabnik sploh ne bo opazil, da je izgubil omrežno
povezavo (slika 5.6). Spletna aplikacija pa bo postala neuporabna (slika 5.7),
čeprav še zmeraj vidimo ogrodje strani. V primeru, da hočemo do aplikacije
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dostopati že v načinu brez omrežja, se nam pri PWA ne spremeni nič (slika
5.6), pri spletni aplikaciji pa seveda dobimo obvestilo, da nimamo internetne
povezave (slika 5.8).
Slika 5.6: PWA v načinu brez omrežja, izpisi v konzoli prikazujejo delovanje
spletnega delavca.
Delovanje v načinu s slabo internetno povezavo
Verjetno se večina uporabnikov strinja, da najslabša izkušnja ni takrat, ko
omrežne povezave sploh ni. Osebno najslabša izkušnja je slabo in nezane-
sljivo omrežje. Povezava, ki ti da ravno toliko upanja, da čakaš na odgovor,
medtem ko se na zaslonu vrti krogec. Ali pa povezava, ki po nekaj sekun-
dah naloži podatke, a je spletna aplikacija ostala brez kakršnega koli stila ali
oblike, ko na vsako zahtevo čakamo nekaj sekund in počasi zgubljamo živce.
Tudi tu nam priskoči na pomoč naš spletni delavec, ki v slabi povezavi še
zmeraj deluje hitro, kot da bi imeli dobro povezave. Delovanje v nezanesljivih
omrežjih je po mojem mnenju največja prednost, saj uporabniki razumemo,
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Slika 5.7: Spletna aplikacija, ko izgubimo povezavo.
da spletne aplikacije brez omrežja ne delujejo, težko pa razumemo, zakaj nam
delujejo tako počasi, ko je omrežje na videz aktivno.
Če pogledamo sliko 5.9, vidimo, da nam spletni delavec vrne podatke
v manj kot 10 ms. Za tem pa se po dobrih 2 sekundah vrne odgovor iz
omrežja. Torej smo v slabem omrežju prihranili kar 2 sekundi. To je z vi-
dika uporabnǐske izkušnje ogromno. Predstavljajmo si, da bi morali na vsako
novo zahtevo čakati vsaj 2 sekundi. Če bolj podrobno pogledamo odgovor iz
omrežja, vidimo, da ima kodo stanja 304 Not modified. Ker imamo podatke
iz tega naslova shranjene v predpomnilniku, namesto navadnega zahtevka
GET, pošljemo GET zahtevek pod pogojem. V njem so metapodatki, iz
katerih strežnik prebere, kdaj so bili naši podatki nazadnje posodobljeni. V
primeru, da v času posodobitve in trenutnem času ni prǐslo do spremembe
podatkov na strežniku, je ta pogoj neizpolnjen in ne vrne podatkov odje-
malcu. To pomeni, da zmanǰsamo poslano količino podatkov preko omrežja.
Kot vidimo v stolpcu 5 na sliki 5.9 so naši metapodatki veliki 460 B. Podatki
pa so veliki vse od 40 do 350 kB. Rezultat v slabem, nezanesljivem omrežju,
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Slika 5.8: Spletna aplikacija, ko do nje dostopamo v načinu brez omrežja.
Slika 5.9: Hitrost PWA v načinu s slabo internetno povezavo.
je torej nemotena uporabnǐska izkušnja in zmanǰsanje prenosa podatkov v
nezanesljivem omrežju PWA v primerjavi s spletno aplikacijo.
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Slika 5.10: Hitrost brez spletnega delavca v načinu s slabo internetno pove-
zavo.
Delovanje v načinu z dobro internetno povezavo
Danes v razvitem svetu in večjih mestih pričakujemo, da imamo konstantno
dobro internetno povezavo. To pogosto res drži – naša povezava je hitra in
zanesljiva in le redko pride do izpadov. Ko govorimo o uporabi aplikacije, na-
menjene za večja urbana območja, se moramo vprašati o smiselnosti naložbe
v PWA. Tak primer je tudi naša aplikacija administratorske plošče za upra-
vljanje vozil in lokacij. Pa si poglejmo prednosti, ki jih imamo v omrežju z
dobro internetno povezavo.
Slika 5.11: Hitrost PWA v načinu z dobro internetno povezavo.
Kot vidimo, dobimo zahteve, ki jih pošljemo v omrežje, nazaj v manj
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kot sekundi (slika 5.11), kar zagotavlja zadovoljivo uporabnǐsko izkušnjo.
Podatki v predpomnilniku pa so vrnjeni v trenutku, tako da tudi v omrežju
z dobro povezavo naložimo podatke hitreje s spletnim delavcem kot brez.
Torej, če si želimo uporabniku predstaviti res odlično uporabnǐsko izkušnjo,
se zagotovo splača investirati v razvoj PWA, tudi če imamo v teoriji zmeraj
dobro in zanesljivo omrežje, saj dobro vemo, da nikoli ni tako.
5.2.3 Pošiljanje zahtev brez omrežja
Ne samo, da pridobivamo podatke iz spletnih aplikacij, podatke pošiljamo
tudi nazaj. V naši PWA lahko s spletnim API-jem background-sync poskr-
bimo tudi za zahteve, ki so bile poslane v omrežju brez povezave, medtem
ko v spletni aplikacija to ni omogočeno.
Ko se naš klic izvede in nimamo omrežne povezave, se naš zahtevek doda
v vrsto (slika 5.12).
Slika 5.12: Zapis v konzoli brskalnika, ki nas obvesti o dodajanju zahtevka
v vrsto.
Naš zapis lahko pogledamo v IndexDB bazi. IndexDB je baza na strani
odjemalca, ki je namenjena večjim količinam podatkov, razporejenim v tri
stolpce. Prvi stolpec je ključ do pravilne vrste, drugi stolpec je ključ znotraj
posamezne vrste, tretji stolpec pa shrani naš zahtevek, da ga bomo lahko po
vzpostavitvi povezave znova poslali (slika 5.13).
Ob ponovni vzpostavitvi internetne povezave se zahteve v naši vrsti pošljejo
znova po istem vrstnem redu, kot so shranjene v vrsti. Pogoj je seveda, da
se je internetna povezava vrnila v času, ki smo ga določili. Čas, v katerem
poskušamo ponovno izvesti zahtevo, izražamo v minutah. Ob ponovni iz-
vedbi zahtev se naša vrsta sprosti (slika 5.14). Podatki so uspešno poslani v
omrežje.
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Slika 5.13: Zapis v spletni bazi IndexDB našega zahtevka.
Slika 5.14: Zapis v konzoli brskalnika, ki nas obvesti o izvedbi zahtevka iz
naše vrste.
5.2.4 Mobilna aplikacija
Mobilna aplikacija je programska oprema, razvita z namenom, da se izvaja
na mobilni napravi. Ne bom se dotaknil tehničnega vidika, kaj šteje in kaj
ne, ampak bom opisoval z vidika uporabnika. Za uporabnika je mobilna
aplikacija program, ki ga naloži iz trgovine z aplikacijami. Mobilne aplikacije
imajo tudi drugačen občutek kot spletne aplikacije, do katerih dostopamo
preko spletnega brskalnika. Eno načel PWA je, da uporabniku, ki uporablja
na napravo nameščeno PWA, daje ta občutek mobilne aplikacije.
Torej glavna stvar, s katero povezujemo mobilno aplikacijo, je zagotovo
to, da jo naložimo na telefon in do nje dostopamo preko ikone. To nam
omogoča spletni manifest, ki smo ga opisali bolj podrobno v poglavju 4.1.
Druga stvar, ki sem jo moral imeti v mislih, je odzivnost PWA, torej,
ali se odziva kot mobilna aplikacija. Pri tem sem si pomagal z Material-
UI, knjižnico s komponentami, ki sledijo najnoveǰsim smernicam oblikovanja
spletnih strani. Te komponente so že pripravljene za različne velikosti zaslo-
nov in so tako odlična izbira za dobro odzivnost PWA. Ker sem na večini
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zaslonov uporabljal tabelo, ki ni najbolj primerna za mobilne zaslone, sem
to rešil tako, da sem na mobilni napravi zmanǰsal število stolpcev na tri in
ostale podatke ob kliku prikazal s pojavnim oknom (slika 5.17).
Ob prvem obisku PWA preko mobilnega spletnega brskalnika se nam
na spodnjem delu zaslona pokaže pasica (slika 5.15), ki nas sprašuje, ali
želimo naložiti PWA. Ob kliku na pasico se nam prikaže pojavno okno, ki
nas sprašuje po potrdilu (slika 5.15). Ob potrditvi se naša PWA naloži in
lahko do nje dostopamo preko ikone na domačem zaslonu (slika 5.16). Ob
zagonu PWA je zaželeno, da se prikaže še zaslon ob nalaganju, ki je značilen
za mobilne aplikacije (slika 5.17).
Rezultat je PWA, nameščena na uporabnǐski zaslon, ki daje občutek mo-
bilne aplikacije. Tega s spletno aplikacijo ne moremo ponuditi.
Slika 5.15: Levo: Pasica. Desno: Pojavno okno.
5.2.5 Namizna aplikacija
Novost v Chrome 73 je namestitev PWA na vse operacijske sisteme (Chrome
OS, Linux, Mac, in Windows). Prednosti namizne aplikacije so podobne kot
pri mobilni aplikaciji. Teče v svojem oknu, zato dobimo občutek namizne
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Slika 5.16: Ikona na domačem zaslonu.
Slika 5.17: Levo: Zaslon ob zagonu PWA. Desno: Pojavno okno, ki prikazuje
dodatne informacije.
aplikacije. Prednosti PWA na namiznih napravah iz uporabnǐske izkušnje
niso tako velike kot pri mobilnih napravah, a je vseeno dobrodošla možnost
za uporabnike, ki si tega želijo.
Kot vidimo je sedaj PWA res bolj podobna samostojni aplikaciji, kot pa
spletni strani. PWA ima tudi lastno ikono (slika 5.18).
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Slika 5.18: PWA kot namizna aplikacija.
Rezultat je PWA, ki daje občutek namizne aplikacije. Spletna aplikacija
tega ne omogoča.
5.2.6 Testiranje
Uspešnost razvoja PWA lahko preverimo ročno in tako vidimo izbolǰsave, ki
smo jih s tem pridobili. Za to lahko uporabimo orodja za razvijalce, ki jih
ponuja spletni brskalnik Chrome. Tu lahko poleg izpisov v konzolo brskalnika
opazujemo delovanje spletnega delavca v zavihku Applications. V stranskem
meniju pod Manifest in Service Workers preverimo, če brskalnik prepozna
spletni manifest in uspešnost namestitve spletnega delavca. Spletni manifest
se je pravilno prebral, če so v Manifest izpisani vsi naši definirani atributi.
Te informacije smo videli v poglavju 4.
Alternativna možnost je, da uporabimo Googlovo orodje za izbolǰsanje
spletnih strani Lighthouse. To orodje ima tudi možnost testiranja, če naša
PWA izpolnjuje potrebne pogoje, ki so potrebni, da je spletna aplikacija tudi
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PWA. Ko poženemo teste v našem brskalniku, dobimo nazaj rezultate (slika
5.19).
Vidimo, da preverja tri stvari:
• hitrost in zanesljivost;
• namestitev;
• optimiziranost.
Prva in druga točka sta zahtevani, da lahko štejemo aplikacijo kot PWA,
zato moramo imeti izpolnjene vse naštete pogoje:
• naloži se dovolj hitro na mobilnih omrežjih;
• odgovori s statusom 200 v načinu brez omrežja;
• začetni naslov vrne status 200 v načinu brez omrežja;
• omrežje je varno, torej uporabljamo HTTPS ;
• registriramo spletnega delavca, ki nadzoruje stran;
• spletni manifest vsebuje vse zahtevane podatke, ki omogočajo namesti-
tev.
Naša PWA sledi vsem tem lastnostim, kar pomeni, da smo uspešno im-
plementirali spletnega delavca. Seveda, pa ni vedno dovolj le to, da deluje,
ampak je pomembno predvsem to, da deluje dobro. V tretji točki lahko
vidimo, da nismo popolnoma optimizirali naše PWA. Manjka nam preusme-
ritev zahtev iz HTTP na HTTPS in prisotnost apple-touch-icon. Kar pa se
tiče samega delovanja in izkušnje, pa smo zadostili vsem potrebam.
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Slika 5.19: Rezultati testiranja PWA z orodjem Lighthouse.
Poglavje 6
Nadaljnje primerjave
V razvoju PWA sem zajel njene glavne sposobnosti, opravil sem tudi pri-
merjave med spletno aplikacijo in PWA, a prednosti niso vedno tako očitne.
Najbolje bi bilo testirati na pravih uporabnikih in tako dobiti konkretne
rezultate. V tem poglavju bom predstavil nekaj izbolǰsav v naši PWA in
elemente, ki bi jih bilo zanimivo primerjati.
6.1 Testiranje v praksi
Teste odzivnosti PWA in kakšen občutek predstavljajo ljudem, lahko testi-
ramo le tako, da jo ljudje dejansko uporabljajo. To bi lahko naredil z A/B
testom, kjer bi ljudje uporabljali obe različici aplikacije in bi nato iz njihovih
mnenj razbral uspešnost implementacije. Tega žal nisem mogel testirati, saj
je to pilotni sistem, ki še ni pripravljen na širšo uporabo.
6.2 Optimizacija
Kot sem prikazal v preǰsnjih poglavjih, je PWA odlična stvar z vidika upo-
rabnǐske izkušnje in zmanǰsanja porabe mobilnih podatkov, pri čemer po-
maga prostor v našem predpomnilniku in shrambi. Moja manǰsa PWA je za
vse podatke zavzela 30 MB prostora, kar je še sprejemljivo. V primeru, da
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bi se odločil razširiti aplikacijo, bi v trenutnem stanju zavzemala vse več in
več prostora. Na tem mestu bi morali razmisliti, katere podatke uporabnik
potrebuje ves čas in jih je vredno hraniti. Koliko podatkov je uporabnik
pripravljen žrtvovati za našo PWA, preden se odloči, da mu zaseda preveč
prostora in jo izbrǐse. Rešitev predstavlja, da po določenem času izbrǐsemo
podatke iz predpomnilnika, kar je že implementirano pri prikazovanju vseh
slik v PWA, lahko pa bi to razširili še na ostale podatke.
Trenutno je pridobivanje podatkov na PWA implementirano tako, da ob
vsakem klicu pridobimo vse podatke iz omrežja (na primer vsa vozila). Bolje
bi bilo prejemati podatke v manǰsih delih, kar bi še dodatno pohitrilo delo-
vanje PWA. Preurediti bi morali spletnega delavca, da bi primerno hranil in
brisal posodobljene razdeljene podatke.
Tudi pri optimizaciji bi potreboval podatke o uporabi s strani samih
uporabnikov, sicer lahko njihovo uporabo in probleme zgolj predvidevam.
Mogoče kakšne stvari ne rabimo hraniti v predpomnilniku in jo lahko odstra-
nimo, nekaterim stvarem pa podalǰsamo čas trajanja.
6.3 Potisna obvestila
PWA ponujajo tudi potisna obvestila, ki pripomorejo pri tem, da se uporab-
nik vrne k uporabi PWA. Ta možnost je bila prej namenjena le mobilnim
aplikacijam, zdaj pa to zmožnost ponuja tudi PWA. Dobro bi bilo primerjati
stopnjo uporabe aplikacije med spletno aplikacijo in PWA, ki ponuja potisna
obvestila za ponovno angažiranje uporabnikov.
Poglavje 7
Zaključek
Cilj diplomskega dela je bil predstavitev koncepta progresivne spletne aplika-
cije. Naloge sem se lotil tako, da sem najprej na spletu raziskal, kaj je PWA
in kako jo razviti. Za to sem potreboval spletno aplikacijo. Za zaledni sistem
sem uporabil API za souporabo električnih vozil in naredil administratorsko
ploščo, ki je primerna za različne velikosti naprav. Za tem je sledil razvoj
spletnega delavca in dodajanje spletnega manifesta. S tem smo pridobili
funkcionalnosti progresivnih spletnih aplikacij. Te so obogatile uporabnǐsko
izkušnjo z možnostjo namestitve progresivne spletne aplikacije na več plat-
form ter z izbolǰsanim delovanjem v počasnih in nezanesljivih omrežjih. Cilj
je bil dosežen, z izdelkom sem zadovoljen, seveda pa obstaja vrsta izbolǰsav,
v katere bi se lahko še bolj poglobil ali jih dodatno nadgradil v prihodno-
sti. Končni izdelek je progresivna spletna aplikacija, ki jo lahko naložimo na
mobilni telefon in namizni računalnik ter deluje v vseh omrežnih pogojih.
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