In this article the Uniquest Algorithm (the \quest for uniqueness"), de ned in the Predicator Model, is discussed in depth. The Predicator Model is a general platform for object-role models. The Uniquest Algorithm is a constructive formal de nition of the semantics of uniqueness constraints. As such, it facilitates the implementation in so-called CASE-tools.
Introduction
Nowadays conceptual modelling gets a great deal of attention. Powerful modelling techniques allow general n-ary fact types and objecti cation (recursive datastructures). Data integrity is the central notion in such models. This integrity involves constraints on the possible populations. In this paper, the attention is focussed on the uniqueness constraint, also called candidate key or functional dependency.
For theoretical purposes and for the de nition of practical tools (such as IEW Kno87], EXCELERATOR Ind89], SDW Pan88] and RIDL* Tro89]), a powerful formalism is needed to support the modelling process. Problems with such formalisms involve ambiguity and verication of models, and the proof of properties of modelling techniques (see AH87] , BHW91], Cre83], Hal89], SFMS89] and Tro86]). On the other hand, a formal semantics provides a good basis for the development of teaching material. Furthermore, a good understanding of the concepts will lead to models of better quality.
In BHW91], some of these problems were illustrated and solved, using a general objectrole platform, called the Predicator Model. This model is not just another data model, but a general platform for data models with an underlying object-role structure, such as the data structure used in the NIAM ( NH89], VvB82], SFMS89], Win90]) modelling technique, and the data structure used in the ER Approach ( Che76] ). It was shown that this platform was powerful enough to prove the NP-completeness of certain constraint inconsistencies. Related results can be found in BM86] and Kun84] . Another important contribution of the Predicator Model to the support of data modelling was the Uniquest Algorithm, a mechanism for the management of complex uniqueness constraints. This algorithm expresses the formal semantics of a uniqueness constraint as a candidate key for a derived relation.
In this paper, the Uniquest Algorithm is discussed in more detail. We demonstrate its power in a number of typical examples, especially when objecti cation is involved. This enables us to interpret uniqueness constraints with a complexity that goes far beyond what is usually encountered.
With respect to the graphical representation of information structures, we make use of the drawing conventions of NIAM. This technique does not restrict itself to binary relationships, but allows for relationships of arbitrary degree. Another important feature is that relationships can be objecti ed and thus be treated as objects. There is no distinction made between entities and attributes (as in the ER Approach), only between so-called lexical and nonlexical objects. Finally, in NIAM many types of constraints can be expressed graphically. Our approach however, is applicable in any model with an underlying object-role structure.
The organisation of the paper is as follows. First, we introduce information structures and populations, the main concepts of the Predicator Model. We also introduce an alternative representation for information structures, called the Object Relation Network. This network gives a good insight in the way the Uniquest Algorithm processes complex constraints. Then, we discuss di erent classes of uniqueness constraints, and de ne the reaction of the algorithm to each class. Next, several examples are given, tracing the algorithm step by step.
The Predicator Model
In the Predicator Model a schema = hI; Ci consists of an information structure I and a set of constraints C. The meaning of this is, that any population of the schema should t in the information structure, and satisfy the requirements speci ed in C.
We will rst introduce the information structure, and then de ne the concept of population. Next, an alternative graph representation of an information structure is introduced, called the Object Relation Network. An edge, labelled p, is drawn from node x to node y i p is a predicator with u(Base(p)) = x and Fact(p) = y. Note that the subtype hierarchy is not re ected in an Object Relation Network. Furthermore, the leaves of this network are precisely the atomic object types (A).
The Object Relation Network, associated with information structure I is denoted as ORN(I).
Example 2.3
The Object Relation Network corresponding to the information structure of gure 1 is shown in gure 2. In this section we discuss several types of uniqueness constraints. We start with the wellknown simple single fact type uniqueness constraint. Then we discuss uniqueness constraints over several fact types. The fact types that are involved in such constraints should be joinable in some way. The simple case is that they are joinable via so-called common object types. The complex case concerns uniqueness constraints in relation with objecti cation. Now the involved fact type must be joinable via so-called common descendants (in the Object Relation Network). A uniqueness constraint is an expression of the form U ( ), where is a set of predicators. The interpretation (formal semantics) of this type of constraint is a candidate key over a (derived) relation type. This derived relation type will be expressed using Relational Algebra operators, as de ned for the Predicator Model (see BHW91], but also AFS87]). The purpose of the Uniquest Algorithm is to yield this derived relation type. 
Single Fact Type Uniqueness Constraint

Joinable via Common Object Types
If more than one fact type is involved in uniqueness constraint , these fact types should be joinable via common object types. The constraint is represented in the corresponding Object Relation Network by emphasizing the edges from the uniqueness constraint (see gure 4). We see the path q, r, t, u.
The derived relation, that is subject to candidate key then is de ned by:
De nition 3.1 -Join 
The Uniquest Algorithm
The general interpretation of a uniqueness constraint with respect to some information structure can now be formulated, and is called the Uniquest Algorithm.
De nition 3.2 Consider U ( ) for 6 = ; within information structure I. This constraint speci es a candidate key on the derived relation ( ).
De nition 3.3 Let G = Reduce (ORN(I) ; ) be the subgraph of the Object Relation Network associated with information structure I, that is relevant for , or, the minimal connected subgraph containing Facts( ) (the function Reduce will be introduced later). Then ( ) is computed as ( ; G).
De nition 3.4 Uniquest Algorithm 1. If all incoming edges of a top are irrelevant (i.e. Count = 0), then this top and its incoming edges can be removed. 2. If for some node, all incoming edges originate from a bottom node, and all these edges are irrelevant, then all incoming edges can be removed. Unconnected bottom nodes will also be removed. This process continues until no nodes or edges can be removed anymore.
Each time p (f) is applied in the Uniquest Algoritm, the Count of the incoming edges of p (f) is initialised to 1 when they are in , and to 0 otherwise. Furthermore, the Count of all relevant incoming edges of Base(p) is reduced with 1.
The complexity of the Uniquest Algorithm
In order to estimate the complexity of the Uniquest Algorithm, we rst consider the number of (recursive) calls to the procedure , for which we obviously have: Lemma 3.1 #( (recursive) calls to ) = 1 + #(unnest operations that are required)
The number of unnest operations that is required for the evaluation of ( ; G) can be found from the reduced Object Relation Network by counting the number of edges that are not involved in uniqueness constraint , and that do not have a leaf as source. We will estimate this number by the total number of predicators p = jPj.
For each (recursive) call to the function , a reduce operation is performed, while for each recursive call also an unnest operation is performed. The complexity of both operations is obviously linear. As a result we have: 
The power of the Uniquest Algorithm
In this section we demonstrate the power of the Uniquest Algorithm by a number of examples. These examples are chosen such that they show the typical cases for uniqueness constraints. Some examples might seem more or less arti cial. However, they very well show how the Uniquest Algorithm behaves under extreme circumstances. It will also give a better insight in complex uniqueness constraints. This can result in recognition of such constraints in cases where they are usually missed. Section 4.1 contains an example of this, which occurred during the meta modelling process of the Yourdon structured analysis method. Object Relation Network is given in gure 9. This network corresponds also to G( ). We show how the Uniquest Algorithm will stepwise compute ( ; G( )). 2. In the next step we handle the other top h. It has height 2, and incoming edge t 6 2 .
Multi Depth-1 Connection
This will lead us to the determination of:
The resulting graph, before reduction, is shown in gure 11. The reduction of this graph will delete node f, which now has become irrelevant. This leads to the graph of gure 12. An example of the occurrence of such a constraint is the well-known supplier-part database (see Dat86] ). Consider the schema in gure 13. A part is needed by a project. This need is satis ed by a supplier and it has a certain priority. The uniqueness constraint then expresses:
No two di erent projects need the same part, with the same priority, supplied by the same supplier. In this case the Uniquest Algorithm will run into its error state: no joinable descendants.
Obviously, unnesting of g via r would be the only appropriate action. As this predicator r is a part of the uniqueness constraint , this unnesting is not allowed by the Uniquest Algorithm. The same problem occurs in the constraint shown in gure 23. In this constraint, there is a predicator s outside , that can be used for the unnesting of fact type g. However, even after this unnesting, the predicator r 2 has a composed base, namely fact type f. Therefore, this constraint is also forbidden by the Uniquest Algorithm. A constraint U ( ) has this problem, Some examples may seem a little arti cial. However, the application of the algorithm, during information analysis, will result in the recognition of complex constraints, that could be missed otherwise. Experiments provide evidence for this. As a result, the Uniquest Algorithm will be useful as an educational tool.
The -join operator is also very useful for the de nition of other types of constraints. These types of constraints were extensively discussed in BHW91].
