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Vorwort
Neben den eher traditionellen Gebieten des computergestützten Arbeitens im Bauwesen,
wie dem Computer Aided Engineering und der rechnergestützten Tragwerksanalyse hat
sich im Verlaufe der letzten 10 Jahre ein Anwendungsgebiet, das Facility Management, im
Bauwesen zu einer festen Größe entwickelt. Aber gerade dieser Fachbereich ist keineswegs
losgelöst von den anderen Anwendungsgebieten zu betrachten. Das Facility Management
wird oft erst im Nachhinein berücksichtigt, obwohl Entscheidungen bezüglich der Erfas-
sung und Aufbereitung bauwerksrelevanter Daten schon in der Entwurfsphase gefällt wer-
den. Oftmals harmonieren diese Entscheidungen nur schwer mit den Erfordernissen des
Facility Managements.
Bei Umgestaltungen oder eventuellen Neunutzungen sollte das Facility Management eine
wichtige Entscheidungshilfe bieten, auch hier ist die Rückkopplung zu den Systemen des
Entwurfsprozesses, dem Fachbereich der Bauausführung und den beteiligten Fremdgewer-
ken von großer Bedeutung, eine durchgehende Unterstützung dieser Prozesse ist in der
Praxis aber keineswegs zufriedenstellend gelöst.
Ein modular aufgebautes Computer Aided Facility Management System sollte auf aner-
kannten Schnittstellen beruhen, das Zusammenspiel der einzelnen Beteiligten in heterogen
ablaufenden Geschäftsprozessen erfordert besondere Berücksichtigung beim Entwurf eines
verteilten prozeßorientierten CAFM-Systems.
Mit Hilfe einer komponentenbasierten Architektur wird ein CAFM-Kern entworfen. Die-
sem Softwareparadigma folgend werden auf der Basis eines Applikationsservers grundle-
gende Dienste und deren Schnittstellen entworfen. Für die Modellierung der Metasche-
mata wird auf die Beschreibungssprache XML zurückgegriffen. Die Kommunikation zwi-
schen den Services, den Clientanwendungen und anderen entfernten Dienstanbietern er-
folgt ebenfalls mit XML.
Die einzelnen Aspekte dieses Ansatzes lassen sich nur umsetzen, wenn Synergien zwi-
schen den einzelnen Fachbereichen gesucht und geschickt ausgenutzt werden und wenn
der Bauingenieur sich aktiv am Entwurfsprozeß beteiligt und Lösungen gemeinsam mit
den Informatikern und Softwaretechnologen sucht. Die vorliegende Arbeit versucht, die
einzelnen Aspekte dieser faszinierenden Herausforderung zu beschreiben. Sie ist in sieben
Kapitel gegliedert:
• das erste Kapitel definiert den Begriff Facility Management und untersucht die
an effektives Facility Management gestellten Anforderungen unter Berücksichtigung
i
ii
der Integration in den unternehmerischen Gesamtprozeß. Eine Bestandsaufnahme
gängiger Architekturen beim Computer Aided Facility Management und ein Abriß
zur Kommunikation zwischen den verschiedenen Softwaresystemen runden dieses
Kapitel ab.
• die Ausnutzung möglicher Synergieeffekte aus dem Bereich der Informatik und Soft-
waretechnologie wird im zweiten Kapitel erörtert. Die Abgrenzung des Begriffs
einer Schnittstelle im softwaretechnischen Umfeld und die Benennung verschiedener
Datenformate bilden den Ausgang für weitere Technologien zur Entwicklung von
Softwarearchitekturen auf der Basis der Unified Modeling Language (UML). Ein kur-
zer Einblick in den Umgang mit Softwaremustern erleichtert den Entwurf komplexer
Systeme. Für den Aufbau eines verteilten CAFM-Systems bietet sich ein komponen-
tenbasierter Architekturansatz an, dazu werden aktuelle Komponentenarchitekturen
besprochen.
• im dritten Kapitel werden gängige Geschäftsstandards untersucht, die als Grund-
lage einer Kommunikation über standardisierte Datenformate im Rahmen koopera-
tiver Arbeitsprozesse dienen. Den Aspekten einer verteilten Dokumentenverwaltung
wird dabei besondere Bedeutung beigemessen. In diesem Kapitel werden der Stan-
dard for Exchange of Product Model Data (STEP) und die Industry Foundation
Classes (IFC) analysiert. Die Vereinheitlichung von Workflow-Produkten wird an
Hand der Spezifikationen der Workflow Management Coalition untersucht. Der letz-
te Teil des Kapitels beschreibt Möglichkeiten der verteilten Dokumentenverwaltung
mit EDI/EDIFACT und mit der Extensible Markup Language (XML).
• bereits im Vorfeld der Forschungen durchgeführte Projekte zu einem prozeßorien-
tierten Facility Management System in einer heterogenen Systemlandschaft werden
im vierten Kapitel vorgestellt. Dabei werden die Ansätze des Arbeitskreises Ob-
jekte (AKO) und eine professionelle Umsetzung im CAFM-System Kopernikus der
ThyssenKrupp Facilities Services untersucht. Außerdem wird eine Projektstudie zum
Einsatz von AKO-Komponenten zur Realisierung des Austausches von Workflow-
Nachrichten über CORBA vorgestellt. Der Einsatz von XML als Datenformat wird
an Hand der Implementierung des grafischen Informationssystems Infothek der TU
Dresden demonstriert.
• die Konzeption für das vom Autor entworfene Framework Simplix für ein verteiltes,
prozeßorientiertes Computer Aided Facility Management System wird im fünften
Kapitel erarbeitet. Entsprechend dem Vorgehensmodell der UML werden Anwen-
dungsfälle zur Modellierung von Metamodellen für Daten-, Workflow- und Zugriffs-
schemata und zum Zugriff auf die so beschriebenen Domainmodelle erarbeitet. Auf
deren Basis werden Kernkomponenten entworfen, die durch XML Schema definierte
Metamodelle besitzen.
• das sechste Kapitel befaßt sich mit einer möglichen Umsetzung des vom Autor kon-
zipierten Frameworks Simplix . Dabei werden die eingesetzten Softwarewerkzeuge
beschrieben und Entwurfsrichtlinien für die Anwendungsschnittstellen aufgestellt.
iii
Als Komponentenarchitektur wird ein J2EE-konformer Ansatz mit Enterprise Ja-
vaBeans favorisiert, zu den Kernkomponenten gehören der SchemaService und der
WorkflowService, die Realisierung der Mechanismen zur Zugriffskontrolle werden
vom SecurityService übernommen. Der Austausch von Workflow-Nachrichten mit
den gekapselten Objektdaten erfolgt über den ExchangeService in XML. Den Ab-
schluß des Kapitels bilden Ausführungen zum Abbilden der Prozeßinstanzen und
Domainobjekte auf entsprechende XML-Dokumente.
• im siebenten Kapitel werden die Ergebnisse der vorliegenden Arbeit zusammenge-
faßt. Außerdem werden mögliche clientseitige Softwarearchitekturen analysiert und
Einsatzgebiete für umfangreiche Anwendungsprogramme mit integrierter Geschäfts-
logik (sogenannte Fat Clients) und schlankere Webanwendungen mit Thin Clients
aufgezeigt. Ein Ausblick auf mögliche Entwicklungen zur Integration von proprietärer
Fremdsoftware beendet das letzte Kapitel.
Die Ausführungen zu den Metamodellen der einzelnen Simplix Kernkomponenten werden
im Anhang A ergänzt, zu den einzelnen Diensten werden Ausschnitte mit korrespondie-
renden Modellbeschreibungen vorgestellt. Die zugehörigen Schnittstellen werden detailliert
mit Hilfe von Klassendiagrammen im Anhang B vorgestellt. Eine umfassende Dokumenta-
tion der Metamodelle und der Anwendungsschnittstellen sowie Quellcodebeispiele stehen
unter http://www.simplix.de zur Verfügung.
iv
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2.1.1 Übersicht zu Datenformaten . . . . . . . . . . . . . . . . . . . . . . . 24
2.1.2 Der Schnittstellenbegriff . . . . . . . . . . . . . . . . . . . . . . . . . 25
2.2 System- und Softwareentwicklung mit der UML . . . . . . . . . . . . . . . . 26
2.3 Patternorientierte Softwareentwicklung . . . . . . . . . . . . . . . . . . . . . 29
2.4 Komponentenorientierte Architekturen in der Softwareindustrie . . . . . . . 30
2.4.1 CORBA und das CORBA Component Model . . . . . . . . . . . . . 32
2.4.2 Microsoft COM+ und .Net . . . . . . . . . . . . . . . . . . . . . . . 34
2.4.3 Enterprise JavaBeans . . . . . . . . . . . . . . . . . . . . . . . . . . 35
2.4.4 Applikationsserver als Middleware . . . . . . . . . . . . . . . . . . . 38
1
2 Inhaltsverzeichnis
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Kapitel 1
Facility Management - Eine
Bestandsaufnahme
Der Begriff Facility Management läßt sich nur schwer eindeutig definieren, da in Abhängig-
keit von der gerade betrachteten Branche der Begriff unterschiedlich belegt wird. Gemein-
sam ist allen Definitionen das Verständnis, daß es sich beim Facility Management um eine
strategische Ausrichtung des unternehmerischen Managements handelt, die ”verschiedene
betriebswirtschaftlich/technische und planerisch/gestalterische Funktionen und Aufgaben-
bereiche - als Bestandteil des komplexen Unternehmenskonzeptes - vereinigt“ ([1], S. 17).
Damit ist aber auch klar, daß es sich beim Facility Management nicht um das eigentliche
Kerngeschäft handelt, sondern um die Unterstützung der unternehmerischen Aktivitäten
durch die Bereitstellung der notwendigen Infrastruktur, Technologien und Services.
Auf Grund der obigen Aussage wird verständlich, daß Facility Management sich immer in
Bezug auf die Branche definiert und sich bei einer Betrachtung ein und desselben Objektes
(= Facility) in Abhängigkeit vom Kerngeschäft des Unternehmens der Fokus auf die zu
verwaltenden Facilities verschiebt.
Die GEFMA1 verwendet folgende Definition: ”Facility Management ist die Betrachtung,
Analyse und Optimierung aller kostenrelevanten Vorgänge rund um ein Gebäude, ein
anderes bauliches Objekt oder eine im Unternehmen erbrachte (Dienst-) Leistung, die
nicht zum Kerngeschäft gehört.“ ([3], Abschnitt 3.1.1).
1.1 Anforderungen und Erfolgsfaktoren
Das Facility Management umfaßt den gesamtem Prozeß von der Planung, über den Bau,
die Nutzung, Sanierung und den Abriß von baulichen Objekten bzw. Gebäuden. Das ge-
samte Spektrum der Aktivitäten im Bauwesen kann nach [3] in die folgenden Gruppen
eingeteilt werden:
1Deutscher Verband für Facility Management e.V.
13
14 1 Facility Management - Eine Bestandsaufnahme
• Objektvorbereitung und -planung von der Idee bis zum Abschluß der Planungsar-
beiten
• Erstellung eines Bauwerks (z.B. nach DIN276 Kosten im Hochbau)
• Nutzung/ übergeordnete Leistungen (wie z.B. die Einrichtung eines CAFM-Systems)
• Gebäudemanagement mit
– dem Technischen Gebäudemanagement
– dem Infrastrukturellen Gebäudemanagement und
– dem Kaufmännischen Gebäudemanagement
• Umbau und Nutzungsänderung
• Sanierung, Modernisierung, Wertverbesserung
• Abriß
Selbstverständlich sind je nach Auftraggeber (und damit nach abweichendem Kerngeschäft)
auch andere Aufgliederungen denkbar und sinnvoll. Im Mittelpunkt des gesamten Facility
Managements steht eine logische Datenbasis, die bereits während der Objektvorbereitung
und -planung angelegt werden sollte. Um dieses FM Informationssystem gliedern sich alle
anderen Aktivitäten (siehe Abbildung 1.1 auf der nächsten Seite) und bilden damit ein
Computer Aided Facility Management (CAFM) System.
Neben der Forderung nach einer logisch einheitlichen Datenbasis und einer möglichst
vollständigen Abdeckung aller Aktivitäten darf Facility Management aber nicht zum Selbst-
zweck gemacht werden, sondern muß integraler Bestandteil der Wertschöpfungskette in-
nerhalb eines Unternehmens sein. Auf ein Gebäude oder eine bauliche Anlage bezogen,
bedeutet das über den gesamten Lebenszyklus eines Gebäudes betrachtet:
• den Nutzen des Gebäudes zu mehren und
• den Aufwand in allen Phasen zu verringern
Damit soll Facility Management für den Nutzer den Gebrauchswert steigern und für den
Eigentümer den Kapitalwert erhöhen. Facility Management stellt damit für beide Seiten
Wertschöpfung dar. Die erfolgreiche Unterstützung dieses globalen Ansatzes sollte durch
den Einsatz eines CAFM-Systems gewährt werden. Um eine erfolgreiche Einführung von
CAFM in einem Unternehmen zu garantieren, schlägt die GEFMA in [5], Abschnitt 4 die
folgenden Auswahlkriterien vor:
• Integration in das bestehende EDV-Umfeld
• Abklärung der erforderlichen Funktionalitäten
• Zukunftssicherheit über den geplanten Lebenszyklus der CAFM-Software
• Schnittstellen-Unterstützung
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Abbildung 1.1: Ein Spektrum möglicher Aktivitäten in einem CAFM System
• Bedienungsfreundlichkeit
• Preis-Leistungsverhältnis
Diese Kriterien bilden aber nur eine grobe Empfehlung, häufig können die Anforderungen
nur unzureichend abgeschätzt werden und außerdem ist eine isolierte Betrachtung und
Bewertung der einzelnen Kriterien nicht möglich. So sind beispielsweise die Anforderungen
an die Einbettung in ein vorhandenes EDV-Umfeld nicht losgelöst von den Fragen der
Zukunftssicherheit zu analysieren, die Problematik funktionierender Schnittstellen tangiert
gleich beide Kriterien.
An dieser Stelle macht sich das Fehlen übergreifender Standards schmerzlich bemerk-
bar, die Empfehlungen in [5] bleiben deshalb vage, die in [4] beschriebenen Schnittstel-
len widmen sich nur dem Datenaustausch, Programmierschnittstellen oder Vorschläge für
mögliche Architekturen fehlen ganz. Für eine durchgängige Lösung mit einer weitgehend
redundanzfreien Datenhaltung, wie sie im integrierten Gebäudemanagement angestrebt
wird, werden zusätzlich die folgenden Aussagen getroffen:
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• Unterstützung einer notwendigen interdisziplinären Zusammenarbeit und damit
• Verfolgung eines prozeßorientierten Ansatzes für das Facility Management
• Betrachtung von Gebäuden und Bauwerken im Zusammenhang mit der sie versor-
genden bzw. verknüpfenden Infrastruktur
• CAFM als Klammer über Bestandsdaten, Infrastruktur und Geschäftsprozesse
• Ermöglichung einer extremen Langzeitdatenhaltung (länger als der Lebenszyklus
eines Gebäudes)
Neben der Analyse gängiger Architekturen im folgenden Abschnitt werden die Möglichkei-
ten und Herausforderungen eines prozeßorientierten Ansatzes im Abschnitt 1.3 untersucht.
Der Schnittstellenunterstützung und den Problemen der Datenhaltung wird im Abschnitt
1.4 nachgegangen.
1.2 Gängige Architekturen beim Computer Aided Facility
Management
Herkömmliche Ansätze im Computer Aided Facility Management haben als wesentlichen
Bestandteil die enge Kopplung von CAD-Planungsunterlagen mit einer alphanumerischen
Datenbasis, beispielsweise ein während der Planung entstandenes digitales Raumbuch. Das
in Abbildung 1.2 auf der nächsten Seite dargestellte Schema verdeutlicht diesen Sachver-
halt.
Die enge Kopplung zwischen CAD-Daten und Datenbank wird durch eine Einbindung
des CAD-Systems in das Gesamtsystem erreicht. Wenn man von einer reibungslosen Da-
tenübernahme aus Fremdsystemen oder von einer Erstellung aller Planungsunterlagen im
angekoppelten CAD-System ausgeht, scheint dieser Ansatz für das CAFM sehr gut geeig-
net:
• Alphanumerische Daten der Datenbank können im CAD genutzt werden, Auswer-
tungen grafischer Daten (z.B. Flächenermittlungen) werden in den eher mit alpha-
numerischen Daten arbeitenden FM-Modulen durchgeführt
• die Integrität der Daten kann gut bewerkstelligt werden, Änderungen an Objekten
bzw. das Löschen eines Objektes können über die enge Kopplung der Einzelmodule
mit der CAD-Software in beiden Systemen widergespiegelt werden
Allerdings führt dieser Ansatz in der Praxis immer wieder zu Problemen. So können Daten
nicht ohne weiteres aus dem CAD-System eines Anbieters in ein anderes überführt werden
(vgl. Abschnitt 1.4), wertvolle Informationen gehen verloren bzw. die Nachbearbeitung der
Daten gestaltet sich zeit- und damit kostenintensiv.
Wenn man den Überlegungen aus Abschnitt 1.1 folgt und die gesamte Infrastruktur zu den
zu verwaltenden Facilities hinzuzählt, wird schnell klar, das einzelne Bereiche nicht in den
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Abbildung 1.2: Gängige CAFM-Architektur
stark auf die Bauwerksplanung ausgerichteten Architekturansatz passen. So gehört in der
Regel die Verwaltung von Hard- und Software einschließlich der IT-Netzinfrastruktur nicht
zum Kerngeschäft vieler Unternehmen, ist aber für das operative Geschäft von entschei-
dender Bedeutung. In den Rechenzentren wird aber auf einer (historisch) völlig anders
gewachsenen IT-Architektur aufgebaut. Will man nun solche Bereiche ebenfalls in das
FM-System integrieren, erweist sich der starre Ansatz aus CAD- und Datenbankkopplung
schnell als Inovationsbremse.
In einer Variante des in Abbildung 1.2 vorgestellten Architekturansatzes geht man bereits
einen Schritt weiter und versucht, die CAD-Daten zu konvertieren und in der Datenbank
abzubilden, die monolithische Struktur des Gesamtsystems bleibt aber erhalten und das
Integrationsproblem verteilter Datenbestände in verschiedenen, branchenspezifischen An-
wendungen kann nicht zufriedenstellend gelöst werden.
1.3 Workflows und Facility Management
Einer der wichtigsten strategischen Erfolgsfaktoren für das Facility Management ist die
Orientierung auf eine durchgängige Geschäftsprozeßmodellierung, um die Integration der
heterogenen Fachgebiete innerhalb eines Unternehmens oder Unternehmensverbundes ab-
decken zu können. Beim Facility Management erweist sich dieser Ansatz als große Her-
ausforderungen, da der Unternehmensverbund oft nur lose gekoppelt ist, in [19], S. 460ff.
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wird dazu der Begriff des virtuellen Unternehmens eingeführt. So sind beispielsweise von
einem Unternehmen ausgelöste Wartungs- oder Reparaturaufträge nur für einen bestimm-
ten Zeitraum gültig, beide Partner benötigen aber innerhalb dieses Prozesses Zugriff auf
Datenobjekte aus dem Facility Management, die Kopplung erfolgt über einen vertragsge-
bundenen Workflow, der den Fluß der Datenobjekte zwischen den beiden Partnern steuert.
Besondere Herausforderungen beim workflowgestützten Arbeiten ist die notwendige Nach-
vollziehbarkeit, da zwischen den einzelnen Partnern in der Regel vertragsrelevante Bezie-
hungen bestehen. Die große Breite und Komplexität der im Rahmen des Facility Mana-
gements anfallenden Arbeiten am Bauwerk und an der zugehörigen Infrastruktur führen
fast zwangsläufig zu einem Outsourcing großer Bereiche. Damit CAFM als Klammer über
Bestandsdaten, Infrastruktur und Geschäftsprozesse auch in einem virtuellen Verbund aus
Stammunternehmen und Outsourcingpartnern funktionieren kann, nimmt das Qualitäts-
management eine wichtige Rolle ein.
Der Vorentwurf der GEFMA zur Qualitätsorientierung im Facility Management ([6]) baut
auf den Entwürfen zur ISO 9001 ([7]) auf. Hier wird betont, daß im Rahmen der ISO
9001 jede Tätigkeit, die Eingangsgrößen erhält und diese in Ergebnisse umwandelt, als
Prozeß angesehen werden kann. Der (ausdrücklich) in der ISO 9001 befürwortete Pro-
zeßansatz zum Management kann ebenfalls als Modell für den Gesamtprozeß des Facility
Management herangezogen werden (vgl. dazu Abbildung 1.3).
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Die Qualitätsorientierung im Facility Management erfordert für jeden Prozeß - nicht nur im
Outsourcingbereich - die Darstellung des vertragsgemäßen und planmäßigen Ablaufs der
Arbeitsschritte. Das sollte im Rahmen einer Prozeßbeschreibung an Hand der folgenden
Punkte nachgewiesen werden:
• Einhaltung der gesetzlichen Bestimmungen und behördlichen Auflagen
• Berücksichtigung der spezifischen Kundenanforderungen
• Beschreibung von qualitätssichernden Maßnahmen
• Reaktionen bei besonderen Ereignissen (Störungen, Unfälle etc.)
Zusammenfassend ist zu erkennen, daß effektives und qualitätsgerechtes Bauwerks- und
Infrastrukturmanagement ohne Prozeßorientierung undenkbar ist. Nur über die Möglich-
keiten einer Umsetzung von Prozessen in Workflows lassen sich die Herausforderungen
eines gezielten Datenflusses zwischen Kunden (den Nutzern eines Bauwerks oder einer
baulichen Einrichtung) und den externen und internen Dienstleistern entsprechend den
Anforderung nach ISO 9001 bewerkstelligen.
1.4 Schnittstellen, Datenaustausch und -haltung
Die Betrachtung eines workfloworientierten Facility Managements ist eng mit dem Aus-
tausch von Daten bzw. Datenobjekten verbunden. Die GEFMA hat eine Richtlinie zu
Schnittstellen für den Datenaustausch ([4]) herausgegeben. Die Untersuchungen zu Schnitt-
stellenlösungen beziehen sich dabei nur auf den Austausch über bestimmte Dateiformate,
es wird von einem Architekturansatz ausgegangen, bei dem ein CAFM-System vor allem
als Datencontainer dient und die Stärken des Systems eng mit den Möglichkeiten des Im-
und Exports verbunden sind (siehe Abbildung 1.4 auf der nächsten Seite). Die Art des Da-
tenaustausches wird lediglich als Übernahme bzw. Übergabe aus den einzelnen Bereichen
beschrieben (vgl. Abschnitte 4.2 bis 4.7 in [4]). Eine Integration über eine dynamische
Kopplung ist nicht Gegenstand der Richtlinie.
Die Einteilung der Daten in alphanumerische und grafische Daten ist eine übliche Heran-
gehensweise. Dabei werden in der bereits mehrfach erwähnten GEFMA-Richtlinie folgende
Formate unterschieden:
• alphanumerische Daten in Form von Texten oder Tabellen
– als Binärformate werden Microsoft Excel, dBASE und Microsoft Word empfoh-
len
– als textbasierte Formate werden strukturierte oder nichtstrukturierte Texte auf
der Basis von reinem ASCII-Text oder mit Hilfe von SGML vorgeschlagen
– das Rich Text Format (RTF) als Austauschformat für Texte
• grafische Daten in Form von Pixel-, Vektor- und Objektgrafikdaten
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Abbildung 1.4: Herkömmlicher Schnittstellenansatz nach [4]
– bei den Pixelgrafiken werden die gängigen Formate erwähnt, spezielle Heraus-
forderungen für das CAFM sind nicht gegeben
– bei den Vektorgrafikformaten wird auf die Formate der Firma Autodesk orien-
tiert (DWG und DXF), als herstellerunabhängiges Format wird lediglich das
im Bauwesen wenig relevante IGES erwähnt
– zu den Objektgrafikdaten zählen die Datenformate der ISO 10303 und das IFC-
Format der International Alliance for Interoperability (IAI)
Den sogenannten Objektgrafikformaten wird ein zu geringer Platz in der Spezifikation ein-
geräumt. Nur durch Formate, die nicht auf reine Zahlen, Texte oder Linien reduziert sind,
lassen sich die im CAFM notwendigen Zusammenhänge widerspiegeln. Zu einem Objekt
gehören eine Vielzahl von Informationen, die aber nur im Kontext dieses Objektes sinn-
voll sind, geht dieser verloren, muß er zwangsweise, häufig durch mühevolle Handarbeit,
rekonstruiert werden. Die Richtlinie folgt damit leider nur den marktüblichen Lösungen
und wird nicht richtungweisend wirksam.
Bei der Untersuchung von am Markt befindlichen Computer Aided Facility Management
Lösungen bleibt nur festzustellen, daß der Umgang mit Schnittstellen sehr stark von einer
Orientierung auf einzelne Produkte geprägt ist. Ein genereller Ansatz zum Austausch oder
zur Kopplung von Daten und Datenobjekten hat sich bisher noch nicht in der Praxis des
Facility Managements durchsetzen können. Bei einer Analyse von Produkten in der Zeit-
schrift “AEC Report” (vgl. [10]) werden bei 15 ausgewählten Produkten beim Austausch
graphischer Informationen lediglich von drei Anbietern herstellerunabhängige Datenfor-
mate aufgeführt: zwei Anbieter erwähnen die IFC, ein weiterer Anbieter den XML-Dialekt
SVG und STEP-CDS. Sehr häufig wird das proprietäre DWG- oder DXF-Format der
Firma Autodesk aufgeführt.
1.4. Schnittstellen, Datenaustausch und -haltung 21
Diese Erkenntnisse decken sich mit Praxisberichten anderer Zeitschriften zur Einführung
und Implementierung von CAFM-Systemen und eigenen Untersuchungen. Als Beispiel für
eine herstellerabhängige Kopplung zwischen CAD und CAFM sei noch auf den Artikel
”Konsequente Datenerfassung zahlt sich aus“ in der Zeitschrift Facility Management ([9],
S. 54ff.) verwiesen.
Auch im Bereich der nichtgraphischen Daten ist eine sehr starke Produktorientierung zu
verzeichnen, so werden als Schnittstellen Anbindungen an SAP-Systeme oder Systeme der
Gebäudeleittechnik (GLT) mit konkreter Herstellerangabe aufgeführt.
Lediglich im Bereich der Datenpersistenz wird als Schnittstelle die Anbindung an Daten-
banksysteme über SQL als standardisierte Schnittstelle erwähnt. Da aber beim Austausch
zwischen einzelnen Systemen oder Partnern SQL nicht direkt von den Endanwendern ge-
nutzt wird, sondern auf das administrative IT Umfeld beschränkt bleibt, ist dieser Schnitt-
stelle auch wenig Relevanz beizumessen.
Trotz einer verstärkten Orientierung auf einen prozeßorientierten Umgang mit den Daten
wird eine unmittelbare Anbindung an Workflowsysteme nicht favorisiert, der Austausch
von Prozeßdaten über herstellerunabhängige Schnittstellen, wie z.B. über die Empfehlun-
gen der Workflow Management Coalition spielt keine Rolle.
Bei der Entwicklung der Ideen zum prozeßorientierten Facility Management in verteil-
ten Umgebungen ist eine Analyse der existierenden Schnittstellen aber gerade wegen der
geringen Verbreitung in der Praxis eine wichtige Voraussetzung, um bereits im frühen
Entwurfsstadium Probleme in den existierenden Ansätzen identifizieren zu können. Im
Kapitel 3 werden die folgenden Ansätze näher untersucht:
• der Standard for Exchange of Product Model Data (die ISO 10303)
• die Industry Foundation Classes der IAI
• die Spezifikationen der Workflow Management Coalition
• Möglichkeiten der verteilten Dokumentenverwaltung
Die Verwechslung der Begrifflichkeiten bei Schnittstellen und verschiedenen Datenforma-
ten zieht sich durch wissenschaftliche Publikation oder auch Artikel in Fachzeitschriften
und ist mit Sicherheit eine Ursache für mangelnde Standardisierung auf diesem Gebiet.
Deshalb wird eine korrekte Definition des Begriffes Schnittstelle und eine Abgrenzung zu
den Datenformaten im Abschnitt 2.1 getroffen.
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Kapitel 2
Synergien aus der Informations-
und Softwaretechnik
Facility Management als Klammer über Bestandsdaten, Infrastruktur und Geschäftspro-
zesse ist ohne EDV-Unterstützung nicht zu realisieren, seit Mitte der Neunziger Jahre
wurden Systeme, die sich mit Teilaspekten der Gebäude- oder Infrastrukturverwaltung
beschäftigen, als Computer Aided Facility Management Systeme bezeichnet. Mit zuneh-
menden Einsatz dieser Systeme entstand der Wunsch nach einem ganzheitlicheren Ansatz
mit Unterstützung der notwendigen Geschäftsprozesse. Damit erhöhte sich der Aufwand
bei der Implementierung eines entsprechenden Systems beträchtlich, die Komplexität der
Nutzeranforderungen ist mit einem einfachen Pflichtenheft nicht mehr ohne weiteres den
Systemanbietern zu vermitteln. Eine Begriffsbestimmung und das Finden einer gemeinsa-
men Sprache in Bezug auf die Möglichkeiten heutiger IT-Systeme ist unverzichtbar für eine
erfolgreiche Implementierung eines CAFM-Systems, das übergreifend mit Bestandsdaten,
der Infrastruktur und Geschäftsprozessen umgehen kann.
2.1 Formate und Schnittstellen
Beim Zusammenspiel unterschiedlicher Anwendungprogramme oder Softwarebausteine sind
die zwei Begriffe Datenformat und Schnittstelle sauber zu trennen:
• Datenformate beschreiben die rechnerinterne Darstellung von Informationen und
treffen eine Aussage über die Kodierung der Daten
• Schnittstellen (Interfaces) beschreiben im Sinne der objektorientierten Modellierung
die Menge aller öffentlichen Operationen eines Types oder einer Klasse
Die Mensch-Maschine-Interaktion über entsprechende Benutzungsschnittstellen ist nicht
Gegenstand dieses Abschnitts, sondern wird im Abschnitt 7.1 behandelt.
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2.1.1 Übersicht zu Datenformaten
An dieser Stelle wird nur ein kurzer Überblick über gängige Datenformate gegeben. Detail-
liertere Beschreibungen zu einzelnen Formaten, Kodierungs- und Kompressionsverfahren
können der Fachliteratur entnommen werden. Man unterscheidet z.B. nach [42] folgende
Gruppen:
Bilder bestehen aus Punkten (Pixeln), die in Zeilen und Spalten angeordnet sind, die
Pixel sind unabhängig voneinander, die Summe aller Pixel repräsentiert den Infor-
mationsgehalt eines Bildes. Zu den Bildformaten zählen Portable Networks Graphics
(PNG), Bitmaps (BMP) oder das Graphics Interchange Format (GIF).
Grafiken bestehen aus einzelnen geometrischen Objekten, wie z.B. aus Polygonen oder
elementaren Objekten (Kugeln, Zylinder, Würfel), die Darstellungen sind vektorori-
entiert. Zu den Grafikformaten zählen das Drawing Exchange Format (DXF), das
Initial Graphics Exchange Specification Format (IGES), Postscript (PS) oder Win-
dows Metafile (WMF).
Videoformate untergliedern sich in analoge und digitale Formate zur Bewegtbilddar-
stellung, zu ihnen zählen die Formate der Motion Picture Expert Group (MPEG-1,
MPEG-2, MPEG-4 und das in Planung befindliche MPEG-7) oder das Audio Video
Interleaved (AVI) Format.
Audioformate speichern Klänge, Töne, Geräusche und enthalten Rauschen, zu den be-
kanntesten Formaten zählen das Windows WAV-Format, der Standard des Musical
Instrument Digital Interface (MIDI) oder das Dolby Digital Format (AC3).
Animationsformate verwenden visuelle Effekte zur Änderung der Präsentation, modi-
fiziert werden dabei unter anderem die Position über die Zeit, die Form, Farbe oder
Struktur über die Zeit und die Beleuchtung oder Kameraposition. Auch hier unter-
scheidet man zwischen Pixelbildern (z.B. GIF-Animationen) oder Vektormodellen
(z.B. Macromedia Director).
Dokumente können reine Schriftstücke oder Kombinationen aus Texten und den oben
genannten Elementen sein. Sie haben außerdem eine Struktur (Grammatik, Glie-
derung etc.). Neben Binärformaten (wie das DOC-Format von Microsoft Word),
existieren standardisierte Dokumentenbeschreibungen wie SGML oder XML.
Man kann davon ausgehen, daß Vertreter aller oben genannten Formate im CAFM von Be-
deutung sind, natürlich variiert die Wertigkeit einzelner Typen in den verschiedenen Bran-
chen, eine Aussage über notwendige Maßnahmen zur Integration dieser Formate ist nur bei
der konkreten Implementierung möglich. Im Ansatz sollte ein vollwertiges CAFM-System
aber mit allen Formaten umgehen können bzw. über flexible Erweiterungsmechanismen
(z.B. pluginbasierte Architektur) verfügen, um die Daten in den FM-Prozeß einzubinden.
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2.1.2 Der Schnittstellenbegriff
Im Sinne der objektorientierten Modellierung wird der Begriff der Schnittstelle in [57],
S. 454 als ”die Menge öffentlicher Operationen, die von einem Typ oder einer Klasse
zugelassen sind“ definiert. Ein Typ (oder auch Konzept) ist dabei ”eine von allen geteilte
Idee oder Vorstellung, die auf bestimmte Dinge (d.h. auf Objekte) in unserem Bewußtsein
zutrifft“ (ebenda, S. 452).
Wenn man Softwarebausteine betrachtet, bilden sie die mit einem konkreten Objekt ver-
bundenen Konzepte nach, simulieren das Verhalten bzw. die Funktionalitäten dieses Ob-
jektes und besitzen eine standardisierte Schnittstelle. Für eine Komponente besitzt der
Begriff der Schnittstelle zentrale Bedeutung, sie steht als ”Grenze“ einer Softwarekompo-
nente stellvertretend für deren Abstraktionscharakter (vgl. [50], S. 53).
Die Schnittstelle ist als Vertrag aufzufassen, der von anderen Komponenten eingegangen
werden kann. In verteilten Systemen bietet sich diese klare Abgrenzung zwischen öffent-
licher Schnittstelle und der eigentlichen Implementierung an, die Implementierung kann
ausgetauscht bzw. modifiziert werden, ohne das Benutzer der Schnittstelle ihr Verhalten
ändern müssen.
Die Spezifikation einer Schnittstelle kann nach [50] mit den folgenden Darstellungsformen
beschrieben werden:
• grafisch
• (programmier-)sprachabhängig
• (programmier-)sprachunabhängig
• dynamisch (selbstbeschreibend)
Allen Beschreibungen gemeinsam ist die Darstellung der Eigenschaften, der Ereignisse und
Methoden einer Komponente. Zur Realisierung offener, plattformübergreifender Systeme
bietet es sich an, die Beschreibung zuerst implementationsneutral zu spezifizieren. Als
grafische Methode bietet sich zum Beispiel die Unified Modeling Language an, aus diesem
Modell heraus können dann sprachabhängige Implementierungen erzeugt werden. Aus
der Sicht der Anwendungsentwicklung wird damit aus einer unabhängig beschriebenen
Schnittstelle eine konkrete Programmierschnittstelle, auf die entweder direkt zugegriffen
werden kann (in Form einer Klassenbibliothek) oder die über ein definiertes Protokoll (z.B.
IIOP oder SOAP) verfügbar gemacht wird.
Beim Entwurf einer konkreten Programmierschnittstelle (Application Programming Inter-
face, API) sind einige Prinzipien zu beachten:
Von Experten für Nichtexperten: Eine API sollte von Experten entworfen sein, die
Anwender gezielt führen und fehlerhafte Anwendungserstellung mit Hilfe der API
schwer (oder besser: unmöglich) machen.
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Invarianten einer Klasse: Eine Klasse sollte beim Aufruf einer ihrer öffentlichen Me-
thoden nicht in einen ungültigen Zustand versetzt werden können, die Klasse selbst
ist für die Einhaltung eines stabilen Zustandes verantwortlich und sollte sich immer
in einem definierten und korrekten Zustand befinden.
Vor- und Nachbedingungen: Beim Aufruf einer Methode müssen alle Vorbedingungen
geprüft werden, die API muß Fehler abweisen und dadurch den gültigen Zustand
der Klasseninstanz garantieren. Die Überprüfung der Vorbedingungen darf auf gar
keinen Fall vom API-Anwender modifiziert oder deaktiviert werden, weder per Ver-
erbung noch über Parameter.
Ausschluß von Fehlbedienung: Es muß unmöglich sein, z.B. über die API fehlerhafte
Daten zu erzeugen.
Verbergen von Details: Entsprechend den Prinzipien eines objektorientierten Entwurfs
sollten die Implementierungsdetails verborgen werden, nur wirklich notwendige Me-
thoden sollten von der Schnittstelle veröffentlicht werden.
Vererbung: Innerhalb der API sollte klargestellt werden, welche Klassen vererbt und
welche Methoden dabei überschrieben werden dürfen. Subklassen können zusätzliche
Funktionalitäten unterstützen, ihnen ist es aber nicht gestattet, Zusicherungen der
Superklasse zu brechen.
Die aufgeführten Richtlinien sind teilweise an den Entwurfsprinzipien zu XOM, einer XML-
API für Java von E. R. Harold, angelehnt (vgl. [63]).
Für ein offenes, verteiltes CAFM-System ist die Einhaltung von gut dokumentierten und
grafisch aufbereiteten Schnittstellen ein nicht zu unterschätzender Erfolgsfaktor. Nur durch
die saubere Beschreibung der einzelnen Komponenten läßt sich ein modulares und erweiter-
bares System schaffen, das die Chance besitzt, als Standard anerkannt zu werden.
2.2 System- und Softwareentwicklung mit der UML
Eine der größten und problematischsten Herausforderung bei der Entwicklung von Soft-
wareprodukten ist die Erstellung des richtigen Systems, eines Systems, das auf die An-
forderungen der Nutzer abgestimmt ist, für neue Wünsche offen ist und innerhalb einer
begrenzten Zeitspanne mit vertretbaren Kosten realisiert werden kann.
Um zur Beschreibung dieses richtigen Systems zu gelangen, ist die Kommunikation mit den
zukünftigen Anwendern und Auftraggebern unbedingte Voraussetzung. Genau an dieser
Nahtstelle sind viele Softwareprojekte am Kunden/Anwender vorbei entwickelt worden,
weil die Systementwickler und künftigen Nutzer schlicht unterschiedliche Sprachen benut-
zen.
Aus dem Bedürfnis heraus, Prozesse allgemeingültig und verständlich zu beschreiben, be-
stand der erste Ansatz der Objektorientierung in der Modellierung vieler Komponenten,
die in Wechselwirkung zueinander standen, realisiert wurde diese Vorgehensweise über
Klassen in der Programmiersprache SIMULA 67. Das wichtigste Erbe von SIMULA 67
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war, daß Objektorientierung die Möglichkeit bietet, jede Art von System zu entwickeln, un-
abhängig davon wie es implementiert wird. Aus einer Vielzahl von häufig inkompatiblen
objektorientierten Analyse- und Entwurfsmethoden entwickelte sich unter Führung von
Booch, Rumbaugh und Jacobsen 1996 die Unified Modeling Language, die 1997 der Ob-
ject Management Group (OMG) zur Standardisierung vorgelegt und angenommen wurde
(vgl. [56]).
Der gesamte Softwareentwicklungsprozeß kann nach verschiedenen Modellen ablaufen, in
Verbindung mit der UML wird zum Beispiel von der IBM Software Group der Rational
Unified Process (RUP) als Best Practice empfohlen1, dabei wird von einer Aufteilung des
gesamten Entwicklungsprozesses in vier Phasen ausgegangen:
Inception: In einem globalen Anwendungsfall werden die Grenzen des Projektes abge-
steckt und alle externen Akteure ermittelt, mit denen das System interagiert.
Elaboration: Hier wird das Problemfeld analysiert, eine Basisarchitektur festgelegt und
der Projektplan aufgestellt.
Construction: In der Entwurfsphase werden alle Komponenten und Anwendungsfunk-
tionalitäten entwickelt und getestet.
Transition: Das System wird den Anwendern zur Verfügung gestellt, neue Versionen
werden vorgestellt, Fehler beseitigt und fehlende Funktionalitäten integriert.
Jede der Phasen besteht aus mehreren Iterationen, jede der Iterationen beginnt mit der
Festlegung der Entwicklungsziele und endet mit einer Evaluation über den erreichten Ar-
beitsstand (siehe Abbildung 2.1 auf der nächsten Seite).
Die in allen Iterationsschritten eingesetzte Notation der UML umfaßt Diagramme für
die Darstellung der verschiedenen Sichten auf das System, vergleichbar mit den einem
Ingenieur vertrauten Technischen Zeichnungen. Insgesamt umfaßt die UML
• Use-Case-Diagramme
• Klassendiagramme
• Interaktionsdiagramme
• Package-Diagramme
• Zustandsdiagramme
• Aktivitätsdiagramme und
• Implementierungsdiagramme
Einen Einstieg in die Modellierung der grundlegenden Geschäftsprozesse bilden die An-
wendungsfälle (engl. Use Cases), die eine erste Definition des Systems ermöglichen. Sie
erklären, was das System tun wird bzw. was die Anwender mit dem System machen wollen.
1Nähere Informationen unter http://www.rational.com
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Abbildung 2.1: Darstellung einer Iteration im Rational Unified Process
Wenn man neben den Anwendungsfällen, die die Funktionalität des Systems beschreiben,
aber auch die internen Details betrachten will, benutzt man Klassendiagramme. Für ei-
ne Groborientierung (in welchem Modul welche Klasse zu finden ist) oder die Aufteilung
in Unterprojekte, Bibliotheken, Übersetzungseinheiten verwendet man Packetdiagramme.
Die Details der späteren Implementierung, die Aufteilung in Komponenten und die ver-
wendeten Hardwarestrukturen können mit Hilfe von Implementierungsdiagrammen nach-
vollzogen werden.
Bestimmte Arbeitsvorgänge mit den Komponenten bzw. Klassen des Systems werden mit
Hilfe von Aktivitätsdiagrammen beschrieben, das dynamische Verhalten wird in Zustands-
diagrammen dargestellt. Interaktionsdiagramme zeigen den Nachrichtenfluß und damit die
Zusammenarbeit der Objekte im zeitlichen Ablauf.
Mit Hilfe dieser Diagramme ist es für alle Beteiligten wesentlich einfacher, die Funktions-
weise der Software bzw. des Systems zu erkennen und auch Problembereiche lokalisieren
zu können. Die Anwender erhalten schon in der Design-Phase einen Überblick über den
Funktionsumfang des Systems, können zum Beispiel reagieren, wenn sie ihre Forderungen
nur ungenügend widergespiegelt finden.
Die Systementwickler wiederum werden nicht nur davor bewahrt, am Kunden vorbei zu
entwickeln, sondern ihnen wird eine Modellierungssprache für den objektorientierten Ent-
wurf zur Verfügung gestellt. Obwohl das Erlernen einer objektorientierten (OO-) Pro-
grammiersprache nicht schwierig ist, sollte nicht unterschätzt werden, daß es wesentlich
komplizierter ist, die von OO-Sprachen ermöglichten Vorteile auszunutzen.
Der Systementwurf mit der UML schafft eine gemeinsame Sprache zwischen allen Betei-
ligten, dieselben grafischen Darstellungen können für den gesamten Entwicklungs- und
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Implementierungsprozeß eines CAFM-Systems genutzt werden. Aber auch die Dokumen-
tation, eine spätere Wartung und Weiterentwicklung des Systems und der mit dem System
verbundenen Prozesse und Workflows sind so wesentlich effizienter und sauberer zu rea-
lisieren. Weitergehende Informationen zum Erlernen der UML findet man beispielsweise
in [56], in [57] oder in den Spezifikationen der OMG unter http://www.omg.org. Die
aktuelle Version 1.5 soll im Frühjahr 2004 durch eine Version 2.0 abgelöst werden, die
eine noch stärkere Formalisierung im Entwurfsprozeß anstrebt. Dabei wird entsprechend
dem Ansatz der Model Driven Architecture ein plattformunabhängiges Modell erstellt,
das von den entsprechenden Modellierungswerkzeugen in ein plattformspezifisches Modell
transformiert wird.
2.3 Patternorientierte Softwareentwicklung
Während des Entwicklungsprozesses komplexer Systeme trifft man auf Probleme, die be-
reits in anderen Projekten oder auch Anwendungsdomainen bereits analysiert und gelöst
worden sind. Um diese Ideen und Lösungsansätze einer großen Entwicklergemeinde zugäng-
lich zu machen, entstand auf der Basis des Buches Design Patterns von Gamma, Helm,
Johnson und Vlissides, erschienen 1995 bei Addison-Wesley, eine neue Herangehensweise
bei der Softwareentwicklung - der Einsatz von Softwaremustern.
”Ein Software-Architektur-Muster beschreibt ein bestimmtes, in einem speziellen Ent-
wurfskontext häufig auftretendes Entwurfsproblem und präsentiert ein erprobtes gene-
risches Schema zu seiner Lösung. Dieses Lösungsschema spezifiziert die beteiligten Kom-
ponenten, ihre jeweiligen Zuständigkeiten, ihre Beziehungen untereinander und die Art
und Weise, wie sie kooperieren.“ (siehe [48], Seite 8)
Ein Muster gliedert sich in einen Kontext, in dem das Problem auftritt und in eine erprobte
Lösung des Problems.
Muster lassen sich in drei Kategorien unterteilen:
• ein Architekturmuster spiegelt ein grundsätzliches Strukturierungsprinzip von Soft-
ware-Systemen wider. Es beschreibt eine Menge vordefinierter Subsysteme, spezi-
fiziert deren jeweiligen Zuständigkeitsbereich und enthält Regeln zur Organisation
der Beziehungen zwischen den Subsystemen (siehe [48], Seite 12).
• ein Entwurfsmuster beschreibt ein Schema zur Verfeinerung von Subsystemen oder
Komponenten eines Software-Systems oder den Beziehungen zwischen ihnen. Es be-
schreibt eine häufig auftretende Struktur von miteinander kommunizierenden Kom-
ponenten, die ein allgemeines Entwurfsproblem in einem speziellen Kontext löst (sie-
he [48], Seite 13).
• ein Idiom ist ein für eine bestimmte Programmiersprache spezifisches Muster auf
einer niedrigen Abstraktionsebene. Es beschreibt, wie man spezielle Aspekte von
Komponenten oder den Beziehungen zwischen ihnen mit den Mitteln der Program-
miersprache implementieren kann (siehe [48], Seite 14).
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Mit Hilfe von Mustern kann der Entwurf von komplexen CAFM-Systemen, bei denen
Aspekte der Verteilung zu berücksichtigen sind, wesentlich schneller und vor allem auch
robuster und fehlerfreier auf der Basis erprobter Lösungsstrategien erfolgen. Die Kommu-
nikation zwischen den zukünftigen Anwendern und den Entwicklern eines Systems kann
durch das Verständnis der entsprechenden (und bewährten) Muster von langwierigen De-
taildiskussionen befreit werden, der Blick für die wesentlichen Funktionalitäten des Sy-
stems wird nicht eingeschränkt.
Seitens der Auftraggeber ist es bei der Implementierung eines Systems (z.B. eines CAFM-
Systems) ausreichend, das Problem im gegebenen Kontext zu identifizieren und gemeinsam
mit den Auftragnehmern die entsprechenden Muster zu benennen. Die erprobte Lösung
steht nun für den weiteren Softwareentwurf zur Verfügung. Im Rahmen des Architek-
turentwurfs für ein prozeßorientiertes CAFM-System in verteilten Umgebungen wurden
verschiedene Muster genutzt - sie werden bei der Beschreibung der Konzeption im Kapitel
5 aufgeführt.
2.4 Komponentenorientierte Architekturen in der Softwar-
eindustrie
Bei der Entwicklung von Software, die über verschiedene Anwendungsgebiete hinweg in-
tegrierend funktionieren soll, steht die Umsetzung der Geschäftslogik und -prozesse im
Vordergrund, die Eigenentwicklung verschiedener Dienste (z.B. Persistenz-, Transaktions-
dienste oder Benutzerverwaltung) kann dabei schnell den Blick für das Wesentliche ver-
stellen.
In den letzten Jahren hat sich deshalb der Begriff der komponentenbasierten Software im-
mer stärker etabliert. Dabei wird versucht, eines der wesentlichsten Ziele der Objektorien-
tierung, die Wiederverwendbarkeit von Softwarebausteinen, zu realisieren. Die wichtigsten
Ideen sind:
• Erstellung wiederverwendbarer Komponenten für die Komposition neuer Systeme
• Interoperabilität über Netzwerke und Plattformen hinweg
• Integration vorhandener Systeme
• Bereitstellung von Diensten innerhalb des Komponentenmodells
Allerdings muß genau definiert werden, was unter einer Komponente zu verstehen ist,
da verschiedene Technologien von diesem Terminus Gebrauch machen. Eine anerkannte
Definition lautet nach [51], S. 292:
”Eine (Software-)Komponente ist ein vorgefertigter, binärer Softwarebaustein mit einer
anwendungsorientierten, semantisch kohärenten Funktionalität. Die strikte Kapselung der
Implementierung und die damit verbundene Black-Box-Wiederverwendung führt zu einer
gewissen Selbständigkeit der Komponente und ermöglicht somit eine lose Kopplung der
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Komponente in einer verteilten Umgebung. Mittels vertraglich vereinbarter Schnittstellen
können kooperierende Komponenten auf die angebotene Funktionalität zugreifen.“
Für die Erstellung und den Einsatz von Komponenten gelten konkrete Richtlinien inner-
halb des für die Komponenten bestimmten Modells. Ein Komponentenmodell läßt sich
nach [51], S. 293 wie folgt definieren:
”Ein Komponentenmodell legt den Rahmen für die Entwicklung und Ausführung von
Komponenten fest, der strukturelle Anforderungen hinsichtlich Verknüpfungs- bzw. Kom-
positionsmöglichkeiten sowie verhaltensorientierte Anforderungen hinsichtlich Kollabora-
tionsmöglichkeiten an die Komponenten stellt. Darüber hinaus wird durch ein Komponen-
tenmodell eine Infrastruktur angeboten, die häufig benötigte Mechanismen wie Persistenz,
Nachrichtenaustausch, Sicherheit und Versionierung implementieren kann.“
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Abbildung 2.2: Gesamtprozeß einer komponentenorientierten Softwareentwicklung nach [50], S. 47
Eine komponentenorientierte Softwareentwicklung basiert auf der relativ selbständigen
Entwicklung von Komponenten losgelöst von konkreten Geschäftsprozessen, die Anwen-
dungsentwickler nutzen die Ergebnisse der reinen Komponentenentwicklung und erstellen
32 2 Synergien aus der Informations- und Softwaretechnik
komponentenbasierte Anwendungssysteme durch eine Anpassung (Customizing) der vor-
handenen Komponenten, eine weitere Abstimmung auf die Bedürfnisse der zukünftigen
Benutzer kann durchaus beim Anwender geschehen. Da die komponentenorientierte Ent-
wicklung aber eine noch relativ junge Technologie ist, bleibt kritisch anzumerken, daß
die Werkzeugunterstützung vor allem im Bereich des sogenannten ”Family Engineering“
(vgl. [49]) noch Entwicklungspotential besitzt. Der Prozeß der komponentenorientierten
Entwicklung gestaltet sich wie in Abbildung 2.2 auf der vorherigen Seite dargestellt.
Die folgenden drei Abschnitte stellen Komponentenmodelle vor, die in verteilten Softwa-
rearchitekturen eingesetzt werden. Im Abschnitt 2.4.4 wird der Aufbau eines Applikati-
onsservers als Trägersystem für Komponenten vorgestellt.
2.4.1 CORBA und das CORBA Component Model
Die Modellierung verteilter Systeme verwirft die klassische Unterteilung in Client und Ser-
ver, die gesamte Funktionalität der Anwendung wird mit Hilfe von Objekten beschrieben,
die eine wohldefinierte Schnittstelle besitzen. Für die Kommunikation dieser Objekte über
Rechnergrenzen hinweg ist ein transparenter Mechanismus notwendig. Die dazu notwen-
dige Infrastruktur wird von einem Object Request Broker (ORB) angeboten. Um diese
Infrastruktur zu standardisieren, wurde ab etwa 1989 von der Object Management Group
(OMG) die Spezifikation für eine Common Object Request Broker Architecture entwickelt.
Mit der Veröffentlichung des OMG-Standards zu CORBA in der Version 2.0 wurde der
Grundstein für eine sehr erfolgreiche Middlewaretechnologie gelegt. Mit dieser Version
wurde erstmals das Internet Inter-ORB Protokoll vorgestellt, das es ermöglichte, eine
Kommunikation zwischen einzelnen Object Request Brokern verschiedener Anbieter zu
realisieren. Bei der Entwicklung von CORBA-Objekten wird wie folgt vorgegangen:
1. Erstellen einer Schnittstellendefinition in der sprachunabhängigen Interface Defini-
tion Language (IDL)
2. Erzeugen von Stellvertreterobjekten (Clientstub und Serverskeleton) in der Zielpro-
grammiersprache mit Hilfe eines IDL-Compilers
3. Entwicklung von Client und Serverobjekt
4. Übersetzen des Codes, Erzeugen der ausführbaren Programme
Ein typischer Kommunikationsprozeß ist in Abbildung 2.3 auf der nächsten Seite darge-
stellt. Ein Client ruft beim Stellvertreterobjekt eine Methode auf, die dann an den Object
Request Broker weitergeleitet wird. Dieser nimmt die Formatübertragung (Marshaling)
für das Internet Inter-ORB Protokoll vor, der Aufruf wird zum entfernten ORB weiterge-
leitet. Nach der Umsetzung des Aufrufes in die Sprache des Serverobjektes (Demarshaling)
erfolgt die Methodenausführung. Das Ergebnis wird entsprechend zum Client übertragen.
Ein wesentlicher Vorteil dieser Technologie ist neben der Standardisierung durch die OMG
(vgl. [54]) die Plattformunabhängigkeit. Außerdem werden von der OMG Dienste spezifi-
ziert, die in kommerziellen und quelloffenen Systemen implementiert sind. Einige wichtige
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Abbildung 2.3: Kommunikation über einen Object Request Broker
Dienste innerhalb dieser CORBAservices sind der Namensdienst, der Transaktionsdienst
oder der Ereignisdienst. Neben den Diensten werden von der OMG auch sogenannte COR-
BAfacilities definiert. Diese Dienste bilden zum Beispiel einen Framework für applikati-
onsspezifische Geschäftsobjekte.
Weiterentwicklungen in allen Bereichen der OMG werden über sogenannte Task Forces
vorangetrieben, ob deren Ergebnisse aber Einzug in eine der vielen Spezifikationen finden
wird, ist nicht immer absehbar. Als Beispiel für die Arbeit einer solchen Task Force sei
auf einen für das CAFM relevanten Vorschlag, den von der OMG Manufacturing Domain
Task Force entwickelten CAD Services RFP, verwiesen (vgl. [55]).
Für die Entwicklung einer komponentenbasierten Architektur wurde allerdings noch kein
Standard vorgelegt, einfache CORBA-Objekte sind keine wirklichen Komponenten, COR-
BA besitzt kein eigenes Komponentenmodell. Das soll sich mit der Version 3.0 ändern,
die OMG arbeitet an einem CORBA Component Model (CCM). Dieses Modell beinhal-
tet neben den Komponenten auch Container mit einer entsprechenden Infrastruktur. Der
größte Vorteil von CCM ist dessen Sprachunabhängigkeit, es ähnelt in vielen Bereichen
der Enterprise JavaBeans Spezifikation. Die Chancen für dieses Modell sind aber als eher
gering einzustufen, da es Anfang 2003 erst einige experimentelle Implementierungen gibt
und die beiden Hauptkontrahenten EJB und Microsoft .Net bereits über eine große Markt-
dominanz verfügen. Ein Vergleich zu serverseitigen Komponentenmodellen findet man in
[52]. Mehr zu den Grundlagen von CORBA kann in [53] nachgelesen werden.
Es bleibt festzustellen, das CORBA und CCM eine sehr flexible, plattformunabhängige
Architektur bietet, für den Aufbau einer verteilten CAFM-Architektur auf Grund des
Fehlens von Implementierungen des Komponentenmodells aber nur bedingt geeignet ist.
Die Vielzahl von Spezifikationen und Vorschlägen der OMG stellen für die Bewertung von
Produkten bezüglich ihrer Kompatibilität zu den aufgestellten Standards ebenfalls ein
ernstzunehmendes Problem dar.
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2.4.2 Microsoft COM+ und .Net
Eine weitere Komponentenarchitektur ist die von Microsoft entwickelte Middlewarelösung
COM+, die auf den Entwicklungen von Distributed COM (DCOM) und OLE/COM ba-
siert. Diese herstellerabhängige Lösung wurde als Referenzimplementierung in Windows
2000 erstmals vorgestellt. Bei der Erstellung einer Softwarekomponente in COM+ wird
ähnlich wie bei CORBA die Schnittstelle der Komponente mit Hilfe der Microsoft Interface
Definition Language (MIDL) beschrieben und dann eine programmiersprachspezifische
Schnittstelle für Visual Basic, Visual C++ oder Visual J++ (in .NET: C#) erzeugt. Die
Kommunikation eines Clients geschieht über die COM+ Runtime und integrierte Zugriffs-
mechanismen mit Hilfe von Remote Procedure Calls (RPC) unter Nutzung von TCP/IP
als Transportprotokoll. Dieser Sachverhalt ist in Abbildung 2.4 dargestellt.
COM+ − Netzwerkprotokoll
Sicherheits−
mechanismen
RPC
TCP/IP
ObjektCOM+
Runtime
Sicherheits−
mechanismen
RPC
TCP/IP
COM+Client
Runtime
Abbildung 2.4: Kommunikation in COM+
Eine Verbindung zu Nicht-Microsoft Systemen ist über Drittsoftware auf der Basis einer
sogenannten COM/CORBA Bridge zu realisieren. Bereits in COM+ sind verschiedene
Dienste integriert, unter anderem sind das eine Transaktionsverwaltung, ein Ereignisserver
oder das Pooling und Caching von Objektinstanzen. Die Wiederverwendung einzelner
Komponenten kann durch eine Neukomposition vorhandener Komponenten zu einer neuen
Komponente realisiert werden. Komponenten können mehrere Schnittstellen besitzen, die
versioniert werden können.
Zur Registrierung der Serverkomponenten wird die zum Windows Betriebssystem gehören-
de Registrierdatenbank (Registry) genutzt, jede Komponente wird dort einschließlich ihres
Aufrufpfades und einem eindeutigen Identifikator, dem UUID, eingetragen. Wird von ei-
nem Client ein Dienst angefordert, werden die Informationen von der COM+ Runtime
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ausgelesen, intern die zur Komponente gehörenden Zugriffsrechte auf der Basis von Ac-
cess Control Lists (ACLs) geprüft und dann die entsprechende Operation ausgeführt.
Seit 2000 sind Dienstangebote im World Wide Web (sogenannte Web Services) zu einem
sehr starken Entwicklungstrend geworden. Um die COM+ Komponentenarchitektur über
diese Web Services verfügbar zu machen, wurde von Microsoft die Entwicklungsplatt-
form .NET entwickelt. Diese Plattform baut auf einer Common Language Runtime auf,
.NET Objekte können in Visual Basic, Visual C++ oder C# implementiert werden. Diese
(Remote-)Objekte können serverseitig die COM+ Komponenten nutzen, .NET besitzt also
kein eigenes Komponentenmodell und steuert zu der vorhandenen COM+ Infrastruktur
nur eine webbasierte verteilte Architektur bei.
Als Vorteil einer COM+/.NET Komponentenarchitektur ist auf jeden Fall die sehr kom-
fortable Anwendungsentwicklung hervorzuheben. Innerhalb einer Entwicklungsumgebung
sind alle angebotenen Dienste sehr gut integriert und durch grafische Benutzeroberflächen
für den Anwendungsentwickler einfach zugänglich. Ein großer Nachteil ist allerdings die
nur auf Windows-Plattformen begrenzte Verfügbarkeit und eine eingeschränkte Skalier-
barkeit. Innerhalb kleinerer Microsoft-Umgebungen ist eine Nutzung sicherlich sinnvoll,
für den Einsatz in einer heterogenen Umgebung ist eine auf CORBA CCM oder EJBs
aufbauende Komponentenarchitektur besser geeignet (vgl. auch [52]). Einen praktischen
Einblick in die Entwicklung mit .NET bietet [59].
2.4.3 Enterprise JavaBeans
Mit der Java 2 Plattform Enterprise Edition (J2EE) werden eine Vielzahl von Program-
mierschnittstellen zur Verfügung gestellt (z.B. Transaktionsmanagement über JTA oder
Datenbankzugriffe über JDBC). Diese APIs werden mit der Enterprise JavaBeans (EJBs)
Technologie zu einer funktionsfähigen und komponentenbasierten Architektur verbunden.
Die EJBs implementieren Geschäftslogik in einem serverseitigen Komponentenmodell, der
clientseitige Zugriff erfolgt über die Schnittstellen der Serverkomponenten.
Die gesamte EJB-Architektur besteht aus den folgenden Bestandteilen:
Ein EJB Server gewährleistet die Anbindung an die innerhalb des Servers laufenden
EJB Container, er bietet Möglichkeiten der Lastverteilung und Skalierbarkeit.
Der EJB Container bildet die Laufzeitumgebung für die installierten Komponenten, er
steuert den Lebenszyklus der einzelnen EJB Instanzen und bietet über die in J2EE
definierten Schnittstellen Zugriff auf die entsprechenden Dienste.
Enterprise Beans stellen die eigentlichen Komponenten dar, die die gesamte Anwen-
dungslogik kapseln. Es gibt drei Arten von Beans: Session Beans zur Implemen-
tierung der Geschäftsprozesse, Entity Beans zur Repräsentation der Geschäftsdaten
und Message Driven Beans zur asynchronen Verarbeitung von Nachrichten.
Clients greifen über entfernte oder lokale Methodenaufrufe bzw. durch das Verschicken
von Nachrichten auf die EJBs zu. Neben der Implementierung als Servlets oder als
EJBs in JAVA können sie ebenfalls auf der Basis von CORBA erstellt werden.
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Die Entwicklung von EJBs verläuft anders als bei der klassischen Softwareentwicklung
- sie basiert auf einem rollenbasierten Konzept, das auf dem grundlegenden Modell in
Abbildung 2.2 auf Seite 31 aufbaut. Die Verantwortlichkeiten sind dabei auf die einzelnen
Rollen von der Entwicklung bis zum Betrieb verteilt:
Bean-Development: die Geschäftslogik für ein bestimmtes Aufgabengebiet wird in Form
wiederverwendbarer Softwarekomponenten implementiert, die über Metadaten, den
sogenannten Deployment Descriptor, beschrieben werden.
Anwendungs-Assemply: in diesem Schritt werden die vorgefertigten Komponenten zu
einer Gesamtanwendung zusammengestellt, konkrete Vorgaben über Zugriffsrechte
oder das Transaktionsverhalten werden dem Deployment Descriptor hinzugefügt.
Hier werden auch die Clientmodule entwickelt.
Deployment-Szenario: ein Serveradministrator installiert die fertige Anwendung im
EJB Server, er verbindet die in der Anwendung referenzierten Dienste mit den kon-
kreten Implementierungen des Servers. Dies kann über eine grafische Oberfläche
geschehen. Außerdem überwacht der Serveradministrator den korrekten Betrieb im
EJB Server.
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Abbildung 2.5: Implizite Nutzung von Diensten durch einen Client (nach [61], S. 36)
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Im Unterschied zu einer reinen CORBA-Applikation erfolgt der Aufruf vieler Dienste bei
EJBs implizit. Der Programmierer braucht sich beispielsweise nicht um direkte Datenbank-
aufrufe oder eine Transaktionsverwaltung zu kümmern. Es werden lediglich die entspre-
chenden Vorgaben über Metadaten während des Entwicklungs- oder Verteilungsprozesses
gemacht, der Aufruf der Datenbank oder die Steuerung der Transaktion wird dann trans-
parent vom Server erledigt. Dieser Ansatz ist in Abbildung 2.5 auf der vorherigen Seite
illustriert.
Der Client lokalisiert dabei über einen Namensdienst das gewünschte Objekt, kann über
dessen Remoteinterface auf eine Methode zugreifen. Die Anfrage wird ähnlich wie bei
CORBA über einen Stub auf das Protokoll RMI-IIOP umgesetzt, zum entfernten Server-
objekt geleitet und über das Skeleton an das verteilte EJB Objekt weitergeleitet. Dabei
wird automatisch der sogenannte Request Interceptor angesprochen, der notwendige Dien-
ste in Anspruch nimmt. Erst danach wird die eigentliche Methode der EJB ausgeführt.
Beim Entwurf einer EJB-Anwendung wird parallel zur Rollenverteilung bei der Entwick-
lung der Anwendung von einer Layerstruktur ausgegangen, die sich in die für den Ent-
wickler relevanten Schichten Präsentation, Anwendung, Dienste und Domainmodell un-
tergliedert und als Basis eine Schicht zur Speicherung besitzt. Die unterste Schicht regelt
die Persistenz der Domainobjekte und wird nicht mehr direkt vom Entwickler beeinflußt.
Die typische Layerstruktur ist in Abbildung 2.6 dargestellt.
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Abbildung 2.6: Typische Layerstruktur einer EJB-Anwendung nach [60]
Für eine detaillierte Beschreibung der Grundlagen einer EJB-Architektur empfiehlt sich
[62]. Der logische Aufbau einer kompletten EJB-Anwendung unter Einbeziehung relevan-
ter Entwurfsmuster ist in [60] sehr gut beschrieben. Durch den Einsatz von J2EE kann
praktisch plattformunabhängig entwickelt werden und wichtige Dienste sind zwingend vor-
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handen. Für den Einsatz in einer heterogenen CAFM-Architektur bietet sich die Nutzung
einer EJB-Anwendung an, andere Plattformen bzw. Altanwendungen können über COR-
BA angebunden oder über einen J2EE Applikationsserver integriert werden.
2.4.4 Applikationsserver als Middleware
Mitte der Achtziger Jahre wurde vor allem von den Herstellern relationaler Datenbank-
managementsysteme ein Client/Server-basierter Ansatz forciert. Dabei kamen clientseitig
sehr große Applikationen zum Einsatz, die teilweise die gesamte Anwendungslogik im-
plementiert hatten, sogenannte Fat Clients. Dieser Ansatz verursachte im Bereich der
Softwarewartung Probleme. Außerdem war es notwendig, relativ große Datenmengen zum
Client zu transportieren und bei der Implementierung kritischer Abläufe (z.B. Transak-
tionssteuerung) mußte jeder Anwendungsentwickler umfangreiches Hintergrundwissen be-
sitzen. Diese Architektur war also nicht sehr skalierbar.
Folgerichtig wurde ab Ende der Neunziger Jahre das Client/Server-Konzept erweitert und
zwischen Client und Server wurden Softwareschichten eingefügt, die kritische Anwendungs-
aufgaben übernahmen. Die neue Mittelschicht (engl. Middle Tier) realisiert unter ande-
rem die Anbindung an Datenbanken und die Transaktionssteuerung. Alle diese Aufgaben
werden in einem Softwaresystem, dem Applikationsserver, zusammengefaßt. Der Applika-
tionsserver integriert verschiedene Middleware-Technologien und fungiert als Träger für
serverseitige Komponenten bzw. für Serveranwendungen, die aus diesen Komponenten
zusammengestellt worden sind. In der Regel übernimmt ein Applikationsserver folgende
Aufgaben:
• Verwaltung und Instantiierung der Komponenten
• Bereitstellung von Kommunikationsmöglichkeiten für Clientanwendungen
• Überwachung und Synchronisation von Zugriffen auf gemeinsam genutzte Ressour-
cen
• Benutzer- und Rechteverwaltung und deren Prüfung beim Zugriff auf Komponenten
• Sicherstellung der Verfügbarkeit der Komponenten und Isolation fehlerhafter Zustände
ohne Beeinträchtigung der Gesamtablaufumgebung
• Transaktionssteuerung durch das Bereitstellen und die Überwachung von Transak-
tionskontexten
• Anbindung an Serverdienste, wie relationale Datenbanken, betriebliche Standard-
software oder andere Legacy-Software über produktspezifische Adapter
Die Standard-Technologie für serverseitige Komponenten innerhalb eines Applikations-
servers sind die Enterprise JavaBeans. Sie laufen in einem EJB Container innerhalb des
Applikationsservers und erhalten die notwendigen Ressourcen über XML-basierte Deploy-
ment Descriptoren zur Laufzeit zugewiesen. Der EJB Container selbst greift auf diese
Ressourcen über die in J2EE definierten Schnittstellen zu bzw. interagiert mit einem Web
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Container, der für die Kommunikation mit den Clients entsprechende Schnittstellen bietet.
Dieses Zusammenspiel ist in Abbildung 2.7 dargestellt.
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Abbildung 2.7: Aufbau eines Applikationsservers ( c© SUN Microsystems)
Mit diesem Ansatz wird eine hohe Skalierbarkeit erreicht, die Anzahl der möglichen Cli-
ents kann sich durchaus im fünfstelligen Bereich bewegen, die Anbindung von Datenbanken
oder anderen Enterprise Applikationen gestaltet sich sehr flexibel, da der Zugriff der ein-
zelnen Serveranwendungen vom Applikationserver gesteuert wird und die Anwendungen
parallel zueinander ablaufen (Multithreading).
Ein Applikationsserver bietet für ein verteiltes, auf Komponenten aufbauendes CAFM-
System eine hervorragende Ablaufumgebung. Über standardisierte Schnittstellen kann auf
Altsysteme und Datenbanken völlig transparent zugegriffen werden. Das eigentliche Sy-
stem kann damit unabhängig von den konkreten Ressourcen entwickelt werden. Für die
Prozeßanbindung über mehrere Server und Clients hinweg können beispielsweise die web-
basierten Technologien oder aber auch andere Technologien, wie z.B. CORBA genutzt
werden. Der Applikationsserver läßt sich hervorragend in eine heterogene Softwareland-
schaft integrieren.
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Kapitel 3
Geschäftsstandards
Ein Großteil der Arbeit mit einem Computer Aided Facility Management System er-
folgt am Arbeitsplatz vor dem persönlichen PC. Jeder einzelne Mitarbeiter, der mit dem
CAFM-System und dessen Daten umgeht, tauscht Daten und Informationen in definier-
ten Arbeitsprozessen (Workflows) mit anderen Partnern aus. Dies geschieht innerhalb
des Firmennetzwerkes oder organisationsübergreifend. Dabei bedient er sich ganz selbst-
verständlich der Mittel moderner Bürokommunikation. Unter diesem Oberbegriff lassen
sich verschiedene Kommunikationsaspekte identifizieren:
• aktive asynchrone (z.B. E-Mail) oder synchrone Kommunikation (z.B. Videokonfe-
renzen): in der Regel sind die dabei ausgetauschten Informationen wenig strukturiert,
spezielle auf das CAFM bezogene Schnittstellen oder Standards gibt es nicht.
• Kommunikation über standardisierte Datenformate: dabei werden komplette Doku-
mente ausgetauscht, neben herstellerabhängigen Formaten, den sogenannten Quasi-
standards (z.B. DXF), kommen normierte Standards (z.B. STEP) oder von Gremien
gegebene Empfehlungen (z.B. IFC) zum Einsatz. Dabei wird in der Regel das ge-
samte Modell zwischen den Anwendern ausgetauscht. Zwei wichtige Ansätze werden
in den Abschnitten 3.1 und 3.2 untersucht.
• kooperatives Arbeiten über Workflow Management Systeme: in offenen Umgebungen
können beispielsweise die Standards der WfMC zum Steuern von Prozessen und zum
Austausch der zu diesen Prozessen gehörenden Daten und Informationen eingesetzt
werden. Eine genauere Betrachtung erfolgt im Abschnitt 3.3.
• Umgang mit verteilten Dokumenten: gerade im Zusammenhang mit einer Workflow-
Unterstützung ist dieser Aspekt von besonderer Bedeutung. Dabei werden nur die
relevanten Auszüge aus einem oder mehreren Dokumenten ausgetauscht (siehe dazu
Abschnitt 3.4).
• Gewährleistung der Sicherheit: innerhalb der Anwendung ist sicherzustellen, daß
die übertragenen Informationen gesichert werden, das kann beispielsweise über Ver-
schlüsselung geschehen. Da sichere Kommunikation ein generelles Problem ist, erge-
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ben sich für die Untersuchungen in Bezug auf das CAFM keine anderen Forderungen
als im gesamten Umfeld der Bürokommunikation.
• alle Formen der Kommunikation laufen auf Anwendungsebene ab, die darunterlie-
genden Kommunikationsprotokolle (z.B. TCP/IP) werden lediglich genutzt und als
funktionierend vorausgesetzt.
3.1 Der Standard for Exchange of Product Model Data
Der Standard for Exchange of Product Model Data (STEP) ist als ISO 10303 ein echter
Standard und besitzt damit eine höhere Verbindlichkeit als Empfehlungen anderer Gre-
mien. Seit 1997 besitzt die STEP-Norm den Status eines ISO-Standards.
Die STEP-Norm gliedert sich in eine Vielzahl von Applikationsprotokollen und Ressour-
cen, die teilweise generelle Bedeutung haben und teilweise branchenspezifische Ausprägung
besitzen. So beschreibt STEP Part 11 die Modellierungssprache EXPRESS, die zur Be-
schreibung der einzelnen Applikationsprotokolle genutzt wird. Eine kompakte Übersicht
zu den Teilnormen bietet [12], grob werden die einzelnen Teile nach Abbildung 3.1 auf der
nächsten Seite eingeteilt.
Bei einer Untersuchung von STEP als Schnittstellenformat ist eine Einschränkung auf die
für die Branche wichtigen Teilnormen sinnvoll, im CAFM-Bereich spielen die Protokolle
• ISO 10303-106 “Building Construction Core Model”
• ISO 10303-202 “Associative Draughting”
• ISO 10303-225 “Building Elements Using Explicit Shape Representation”
• ISO 10303-227 “Plant Spatial Configuration”
• ISO 10303-228 “Building Services: Heating, Ventilation, Air Conditioning”
• ISO 10303-230 “Building Structural Frame: Steelwork”
• ISO 10303-23x “Building Spatial Arrangement”
eine Rolle. So wurde beispielsweise in [35], S.71ff das STEP AP225 auf seine Eignung
zum Austausch grafischer Daten in Facility Management Systemen untersucht. Zusam-
menfassend ist festzustellen, das der Datenaustausch prinzipiell möglich war, leider aber
bis zum jetzigen Zeitpunkt keine marktrelevante Verbreitung der definierten Datenformate
zu erkennen ist. Mögliche Ursachen sind:
• ein feingliedriges Modell, das die einzelnen Objekte sehr detailliert beschreibt, aber
dadurch einen hohen Implementierungsaufwand mit sich bringt
• für die Beschreibung des Produktmodells wird die in STEP definierte Modellierungs-
sprache EXPRESS verwendet, für diese Sprache gibt es z.B. im Vergleich zu XML
sehr wenig Werkzeugunterstützung
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APPLICATION MODULES (Technical specifications)
INTEGRATED−APPLICATION RESOURCES (P. 1xx)
APPLICATION−INTERPRETED CONSTRUCTS (P. 5xx)
INTEGRATED−GENERIC RESOURCES (P. 4x, 5x)
IMPLEMENTATION METHODS (P. 2x)
APPLICATION PROTOCOLS AND ASSOCIATED ABSTRACT−TEST SUITES
(Parts 2xx)
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Abbildung 3.1: Übersicht zu den einzelnen Parts der ISO 10303
• die Norm verkörpert trotz ihrer Detailliertheit nur eine bestimmte Sicht auf das
Objektmodell, da dies den Entwicklern ebenfalls bewußt war, wurden Erweiterungs-
elemente eingeführt, die keinerlei Spezifikation unterliegen, schwer einzuordnende
Produktdaten werden dann einfach in diese Bereiche ausgelagert
• STEP ist eine von den Endanwendern forcierte Technologie, die ohne die Integration
kommerzieller Anwendungsentwickler, wie Microsoft, Oracle oder SAP zustande kam
• STEP ist auf den reinen Datenaustausch über hochwertige Produktmodelle fokus-
siert, weder der Austausch von Modellausschnitten oder von anders bzw. wenig
strukturierten Informationen wird unterstützt. Um die Anforderungen von STEP
zu erfüllen, sind kostentreibende Arbeiten an großen Datenmengen notwendig.
• generelle Kritik am umfangreichen und langwierigen Standardisierungsprozess der
ISO führte teilweise zu Alleingängen, die dem Normierungsvorhaben ebenfalls nicht
zugute kamen
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Ein Beispiel für ein von der ISO isoliertes Vorgehen war die Bildung eines Subsets von
Elementen der STEP-Norm, der sich nur auf die Darstellung von 2D-Geometrie bezog,
der sogenannte STEP-2DBS (vgl. [17]). Dieser Ansatz wurde nicht mehr weitergeführt.
Mit STEP-CDS (CDS: Construction Drawing Subset) wurde in Deutschland eine weitere
Initiative gestartet, die auf den Ideen von STEP und STEP-2DBS aufbaut und damit mit
den gleichen Akzeptanzproblemen zu kämpfen hat. Hinter der Aussage ”STEP-CDS bein-
haltet 2D Modellinformationen analog AP201, aber assoziative Bemaßung analog AP202.
Dieses Protokoll ist so definiert, daß es eine exakte Untermenge von AP 214 bzw. AP 202
darstellt.“ [18] ist sofort das Kernproblem erkennbar, einzelne Protokolle scheinen nicht ge-
eignet, deshalb werden aus verschiedenen Protokollen Subsets herausgenommen und damit
ein nicht standardisiertes Pseudoformat geschaffen, das an jeder korrekten Implementie-
rung eines der Protokolle scheitern würde, da alle nicht in den Untermengen enthaltenen
Informationen verloren gehen.
Als Fazit bleibt nur die Feststellung, das sich STEP im Bereich des Facility Managements
nicht durchsetzen konnte, eine eher metadatenorientierte Beschreibung wäre wesentlich
vorteilhafter und würde den Einsatz von völlig unspezifizierten Erweiterungselementen
unnötig machen. Außerdem werden keine einheitlichen Schnittstellen für den Zugriff auf
das Modell oder Teil davon zur Verfügung gestellt, es obliegt den jeweiligen Anwendungs-
entwicklern, den Zugriff auf die Daten zu ermöglichen. Unter der Berücksichtigung von
Verteilungsaspekten in einem heterogenen Softwareumfeld ist das Fehlen von Schnittstel-
len ein schwer zu behebender Mangel.
3.2 Die Industry Foundation Classes
Die International Alliance for Interoperability (IAI) ist ein Konsortium führender CAD-
Hersteller, dessen Hauptziel der Entwurf eines Formates zum Austausch von CAD-Daten
ist. Die IAI wurde 1995 in Reaktion auf die eher schwerfällige Umsetzung der STEP-Norm
innerhalb der ISO gegründet.
Das Bauwerksmodell der IAI basiert auf den sogenannten Industry Foundation Classes
(IFC). Sie liegen zur Zeit in der Version 2x Edition 2 vor und sind in [16] detailliert be-
schrieben. Neben den reinen Produktdaten werden ebenfalls Workflowdefinitionen bereit-
gestellt. Wichtigstes Ziel ist die Modellierung eines Bauwerksmodells, das den gesamten
Lebenszyklus eines Bauwerks abbildet, um über dieses Modell den Datenaustausch zu
realisieren:
”The IFC Model has the objective of providing for the exchange and sharing of information
between different software applications“ (vgl. dazu [14], S.4). Im selben Werk werden die
folgenden grundlegenden Architekturprinzipien festgelegt:
• das Modell muß einen modularen Aufbau besitzen
• die IFC-Architektur soll ein Rahmenwerk zum Austausch von Informationen einzel-
ner Fachbereiche der Architektur, des Bauingenieurwesens und des Facility Mana-
gements bilden
3.2. Die Industry Foundation Classes 45
• der Aufbau der IFC soll die Wartung und Entwicklung des Produktmodells erleich-
tern
• Modellentwicklern die Wiederverwendung einzelner Modellkomponenten ermögli-
chen
• Softwareentwicklern die Wiederverwendung von Softwarekomponenten ermöglichen
• Ermöglichen einer Aufwärtskompatibilität zwischen den einzelnen Modellversionen
Die IFC sind vom Grundprinzip her modular aufgebaut, Erweiterungen durch eigene Klas-
sen sind möglich. In Abbildung 3.2 sind dunkel hinterlegt die bereits in der Norm festge-
schriebenen und heller die noch in Entwicklung befindlichen Module dargestellt.
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Abbildung 3.2: Schemaübersicht der IFC2x Edition 2 nach [16], S. 15
Neben der Beschreibung der Modelle in EXPRESS gibt es die Möglichkeit, zur Laufzeit auf
Objekte zuzugreifen, ein entsprechendes IDL-Mapping ist definiert. Für den Austausch auf
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Dateibasis steht neben dem in STEP, Part 11 definierten Dateiformat ein XML-Binding
zur Verfügung (vgl. dazu [15]).
Bei der Umsetzung der Spezifikationen kommt es auf Grund des Anspruches, ein vollständi-
ges Produktmodell zu liefern, immer wieder zu Verzögerungen. In [8], S.88 geht man davon
aus, daß bereits im Jahr 2000 die Version 3.0 vorliegt, die Anforderungen aus verschiedenen
Fachbereichen integriert. Aber Mitte 2003 wurde erst Version 2x Edition 2 verabschiedet.
Außerdem ist der Aufbau der IFC sehr stark an STEP orientiert, dadurch ergeben sich
auch ähnliche Defizite wie bei STEP. Die mangelnde Verbreitung und Umsetzung der IFC
liegt nicht zuletzt an den folgenden Ursachen:
• der sehr hohe Detaillierungsgrad kann nur einseitig sein, jede andere Sichtweise kann
aber wieder über benutzerdefinierte Erweiterungen in die Schnittstelle einfließen, de-
ren zwangsläufig proprietärer Charakter verhindert den verlustfreien Datenaustausch
zwischen heterogenen Systemen
• die Abbildung eines Bauwerks in einem Modell kann immer nur einen Ausschnitt des
gesamten Facility Management Bereiches abdecken. Entsprechend der Definition in
Abschnitt 1.1 befaßt sich Facility Management mit den baulichen Anlagen und den
Infrastrukturen, die diese verbindet. In diesem Bereich sei nur die Integration von
EDV in das Gebäude erwähnt, aktuelle Entwicklungen können sich noch gar nicht
im statischen IFC-Modell befinden, es müssen Erweiterungen spezifiziert werden, die
den Standardisierungsprozess gefährden und den Austausch erschweren.
• die Aufnahme immer neuer Domainbeschreibungen führt zu einem Anwachsen der
Spezifikation ähnlich wie bei STEP oder den CORBAfacilities der OMG. Ein Ver-
gleich des Aufbaus der IFC von 1998 (vgl. [8], S.333) mit Abbildung 3.2 auf der
vorherigen Seite zeigt die enorme Zunahme der Spezifikationen von 15 auf 44.
• der Prozess der Schemadefinition ist nur für ausgewählte Mitglieder zugänglich, die
Einflußnahme durch einen breiten Kreis von Interessenten wie beispielsweise bei den
XML-Standardisierungen oder beim Java Community Process findet nicht statt.
Der Versuch, ein komplettes Bauwerksmodell abzubilden, erweist sich als schwierig bzw.
undurchführbar. Neben verschiedenen Sichten einzelner Beteiligter kommen auch immer
wieder neue Interessenten am Fachgebiet Facility Management hinzu, wenn man die Idee
eines integrierten Gebäudemanagements bis hin zur Einbeziehung infrastruktureller Berei-
che (beispielsweise Computernetzwerke mit eigenen Begriffen und Managementlösungen)
verfolgt. Damit bleibt eine Spezifikation, die auf einem Produktmodell aufbaut, zwangs-
weise immer unfertig und wird mit einem geringen Verbreitungsgrad zu kämpfen haben.
Auch bei der IAI macht sich die Normenbildung durch einige Endanwender problematisch
bemerkbar, Hersteller grundlegender Werkzeuge (Datenbanken, Betriebssysteme oder Ap-
plikationsserver) bleiben vom Prozess ausgeklammert. So wird auf eine für den Einsatz im
modernen und zeitgemäßen Computer Aided Facility Management wenig richtungweisende
Philosophie aufgebaut.
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3.3 Die Workflow Management Coalition
Die Workflow Management Coalition (WfMC) wurde 1993 als internationale, nichtkom-
merzielle Organisation von Systemherstellern, Anwendern und wissenschaftlichen Einrich-
tungen gegründet. Zur Zeit zählt die WfMC 285 Mitglieder, zu denen unter anderem
Firmen wie Microsoft, Oracle, IBM oder SAP gehören. Die WfMC formuliert ihre Ziele
mit den folgenden Worten (vgl. [31], “About WfMC”):
• Increase the value of customer’s investment with workflow technology
• Decrease the risk of using workflow products
• Expand the workflow market through increasing awareness for workflow
Workflow Produkte haben, wie viele andere Anwendungen auch, unterschiedliche Wur-
zeln, neben den als reine Workflow Management Systeme entwickelten Anwendungen ba-
sieren andere auf Dokumentenmanagementsystemen, relationalen oder objektorientierten
Datenbanken. Jede dieser Lösungen besitzt Vorteile, eine Kombination der verschiedenen
Lösungen zu einer Infrastruktur erfordert eine gemeinsame Sprache - die von der WfMC
entwickelten Terminologien und Schnittstellen sollen dafür die Basis schaffen.
Die im Rahmen der Spezifikationen verwendeten Begriffe werden in einem Glossar (vgl.
[21]) vereinheitlicht. Die grundlegenden Termini der WfMC werden in Abbildung 3.3 auf
der nächsten Seite in Beziehung gesetzt.
Ein automatisierter Geschäftsprozeß (engl. business process) bildet entsprechend [21], S. 8
einen Workflow: ”The automation of a business process, in whole or part, during which
documents, information or tasks are passed from one participant to another for action,
according to a set of procedural rules.“
Alle Aufgaben rund um einen Workflow werden über ein Workflow Management System
abgebildet, die WfMC definiert den Begriff des Workflow Management Systems in [21],
S. 9: ”A system that defines, creates and manages the execution of workflows through the
use of software, running on one or more workflow engines, which is able to interpret the
process definition, interact with workflow participants and, where required, invoke the use
of IT tools and applications.“
Als Grundlage zur Umsetzung der zu Anfang genannten Ziele der WfMC dient das in Ab-
bildung 3.4 auf Seite 49 dargestellte Referenzmodell, das die Definition von fünf Schnitt-
stellen umfaßt. Diese fünf Schnittstellen bezeichnen das Arbeitsgebiet der WfMC rund um
einen Workflow Enactment Service. Über die interne Architektur eines Workflow Mana-
gement Systems werden keine Aussagen getroffen, es wird als Gesamtsystem dargestellt.
Das Referenzmodell darf deshalb nicht als Architekturkonzept herangezogen werden.
Auf der Basis dieses Referenzmodells sollen die einzelnen Komponenten produktunabhän-
gig beschrieben werden, einen Schwerpunkt bildet dabei die Interoperabilität zwischen den
Workflow Management Systemen verschiedener Hersteller. Die einzelnen Komponenten
können wie folgt umrissen werden:
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Abbildung 3.3: Beziehungen zwischen grundlegenden Begriffen, angelehnt an [21], S. 7
Der Workflow Enactment Service bildet die Laufzeitumgebung für eine oder mehrere
Workflow Engines. Diese wiederum führen die eigentlichen Workflow Instanzen aus.
Die Anwendungsschnittstelle Workflow Application Programming Interface (WAPI)
dient der Kommunikation mit externen Diensten über die Interfaces 1, 2 und 3.
Die WAPI Schnittstellen werden zur Laufzeit aufgerufen, momentan existieren ein
Binding für OLE Automation und die IDL OMG. Die gesamte Schnittstelle ist in
[24] beschrieben.
Die Process Definition Tools sind Werkzeuge zur Definition von Workflow Schemata.
Das Interface 1 definiert ein einheitliches Format für den Export und Import von
Prozessdefinitionen. Die Spezifikation enthält ein Metamodell zur Beschreibung der
Prozeßdefinitionen und eine textuelle Grammatik zum Austausch von Prozeßdefini-
tion, die Workflow Process Definition Language (WPDL). Neben der Spezifikation
in [23] existiert seit Ende 2002 eine Beschreibung für ein XML-Binding (vgl. [28]).
Die Programmierschnittstelle zur Manipulation von Prozeßdefinitionen wird in der
WAPI-Spezifikation in [24] beschrieben.
Workflow Client Applications interagieren mit der Workflow Engine und nutzen die
angebotenen Dienste. So greifen sie auf Aufgabenlisten zu, können Prozeßinstanzen
steuern oder administrative Aufgaben wahrnehmen, die Kommunikation kann über
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Abbildung 3.4: Das Workflow Reference Model der WfMC nach [21], S. 23
das Interface 2 in [24] zur Laufzeit stattfinden.
Invoked Applications kommunizieren über das Interface 3 in [24] mit der Laufzeitum-
gebung. Sie können bestimmte Teilaufgaben bei der Ausführung eines Workflows
übernehmen, das Workflow Management System selbst hat aber keinen Einfluß auf
die konkrete Ausführung. In der Regel kommunizieren Applikation und die Work-
flow Engine über sogenannte Tool Agents, die als Treiber für die konkrete (Fremd-)
Anwendung dienen.
Andere Workflow Enactment Services werden über die Schnittstelle 4 angesprochen,
in [25] wird definiert, wie eine Workflow Engine Prozeßinstanzen in einer anderen
Workflow Engine startet, nutzt oder beendet. Eine konkrete Sprachbindung auf der
Basis von XML wird in [27] definiert.
Administration and Monitoring Tools interagieren mit Workflow Systemen über das
in [26] beschriebene Interface 5. Es werden dabei die Informationen beschrieben, die
während der Ausführung eines Workflows gesammelt werden sollten und später zur
Analyse zur Verfügung gestellt werden. Diese Informationen werden als Common
Workflow Audit Data bezeichnet. Konkrete Sprachbindungen liegen noch nicht vor.
Zusammenfassend ist festzustellen, das die Normierungsbemühungen der WfMC vielfach
zitiert und in der Regel positiv hervorgehoben werden. Die bereits fertiggestellten Defi-
nitionen von Schnittstellen und Sprachanbindungen können eine solide Arbeitsgrundlage
für konkrete Implementierungen bilden. Allerdings bleibt anzumerken, daß beim Einsatz
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von Workflow Management Systemen die Interaktion mit Fremdsystemen eine noch unter-
geordnete Rolle spielt, die eigentliche Implementierung geschieht in der Regel mit einem
Partner. Damit steht der Nachweis einer vollständigen Umsetzung des Referenzmodells
noch aus.
3.4 Möglichkeiten der verteilten Dokumentenverwaltung
Bei einem prozeßorientierten Ansatz im Computer Aided Facility Management werden
zwischen den einzelnen Teilnehmern eines Workflows die zu bearbeitenden Daten ausge-
tauscht. Aus der Sicht des Anwenders handelt es sich dabei in der Regel um Dokumen-
te (beispielsweise um ein Raumbuch) oder Dokumentfragmente (wie Auszüge aus einem
Raumbuch), die in einer heterogenen IT-Umgebung dediziert verwaltet werden müssen.
Um eine verteilte Dokumentenverwaltung zu ermöglichen, müssen diese Dokumente die
folgenden Eigenschaften besitzen:
• sie benötigen eine Struktur, die einem vordefinierten Schema entspricht
• sie werden in mehreren Schritten verarbeitet: Editieren, geräteunabhängiges Forma-
tieren und Aufbereitung für ein spezielles Ausgabegerät
• das Layout ergibt sich aus der Struktur und den zugehörigen Formatierungsvorschrif-
ten und eventuellen gerätespezifischen Anweisungen
Dabei kommen verschiedene Modelle der verteilten Dokumentenverwaltung zum Einsatz:
• der Transfer eines Dokuments von einem Rechner zu einem anderen
• der gemeinsame Zugriff auf ein Dokument von mehreren Rechnern aus im Rahmen
von kooperativen Anwendungen
• autonome Verwaltung von Dokumenten, deren Bestandteile sich auf verschiedenen
Rechnern befinden
Zur Umsetzung einer verteilten Dokumentenverwaltung sind herstellerunabhängige Stan-
dards unerläßlich, einige der wichtigsten Formate sind:
EDI/EDIFACT: Mit Hilfe der Regeln des Electronic Data Interchange (EDI) und dem
Electronic Data Interchange For Administration, Commerce and Transport (EDI-
FACT) existiert ein Nachrichtenformat, das zum Austausch von Geschäftsdaten per
Telefon entworfen worden ist (vgl. Abschnitt 3.4.1)
ODA/ODIF: Die in der ISO 8613 definierte Open Document Architecture mit dem Open
Document Interchange Format beschreibt Dokumente mit einer logischen Struktur,
einer Layoutstruktur und dem eigentlichen Inhalt. Dieser Standard besitzt wenig
Praxisrelevanz.
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SGML: Der internationale Standard Standard Generalized Markup Language liegt als
ISO 8879 vor und wurde für den Dokumentenaustausch zwischen Verlagen und Au-
toren entworfen, besondere Bedeutung hat es durch die SGML-Anwendung Hypertext
Markup Language (HTML) erhalten, die allerdings Layout und logische Struktur sehr
stark mischt.
XML: Die vom World Wide Web Consortium (W3C) entworfene Extensible Markup Lan-
guage basiert auf SGML, erlaubt das Definieren eigener Dokumenttypen und hat
momentan eine sehr hohe Marktrelevanz. Eine detaillierte Besprechung erfolgt in
Abschnitt 3.4.2.
3.4.1 Dokumentenaustausch mit EDI/EDIFACT
Die EDIFACT Richtlinien wurden im Auftrag der United Nations Economic Comission
for Europe (UNECE) im Jahre 1985 aus den zwei Richtlinien ANSI X12 (USA) und
TDI (Europa) entwickelt und beschreiben eine Syntax für den branchenübergreifenden
Geschäftsdatenaustausch. EDIFACT liegt als ISO-Norm 9735 vor.
Jede EDIFACT-Nachricht steht für einen bestimmten Geschäftsvorfall, z.B. eine Anfra-
ge oder ein Angebot. Die einzelnen Nachrichten werden in einem Verzeichnis gepflegt
und veröffentlicht. Obwohl die Nachrichten ursprünglich für den Handel entwickelt wor-
den sind, existieren heute mehr als dreihundert Nachrichtentypen, Beispiele sind der Typ
für Rechnungen INVOICE oder ein Bestellungstyp ORDERS. Eine funktionale Beschreibung
ausgewählter UN/EDIFACT-Nachrichtentypen findet man in [32]. Auf Grund des einfa-
chen Nachrichtenaufbaus ist der Implementierungsaufwand für den Einsatz von EDIFACT
relativ gering.
EDIFACT selbst bettet sich in die EDI Initiative zur papierlosen Übermittlung von Daten
zwischen unterschiedlichen Firmen oder Einrichtungen ein. Zu beachten ist, daß bei einem
Geschäftsdatenaustausch über EDI vorher mit dem Partner geklärt werden muß, welcher
Nachrichtentyp aus welchem Verzeichnis genutzt werden soll und welches Protokoll zum
Einsatz kommt. Es existieren im Rahmen von EDI neben EDIFACT beispielsweise noch
ODETTE im Bereich der europäischen Automobilindustrie und das vom Verband der
Autoindustrie e.V. empfohlene VDA-Nachrichtensystem. Außerdem ist eine Implementie-
rungsrichtlinie mit allen notwendigen Informationen zu Pflicht- und optionalen Feldern
erforderlich. So unterscheidet sich beispielsweise eine EDI-Nachricht der Hornbach Hol-
ding AG von einer der Metro AG, (vgl. Angebote zu EDI Konvertern der EDI-LINE
für SageKHK-Software [34]). Ein flexibles Konvertersystem ist bei häufig wechselnden
Geschäftspartnern notwendig, könnte aber auch über sogenannte Clearing Center gesche-
hen, die das gesamte Datenmapping und eventuelle Protokollkonvertierungen vornehmen.
Für den elektronischen Datenaustausch per EDI im Bereich des Bauwesens ist in Deutsch-
land der EDIBAU e.V. aktiv. In seinem Informationsmaterial [33] führt er mögliche Nutz-
effekte von EDI auf:
• Beschleunigung und Optimierung von Arbeitsabläufen bei der Angebotsbearbeitung,
Materialwirtschaft oder im Finanz- und Rechnungswesen
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• durch asynchrone Kommunikation ist der Geschäftspartner immer erreichbar
• Recherche in Ausschreibungsdatenbanken, automatische Erstellung von Preisspie-
geln zur Angebotsprüfung
• die Nutzung von EDIFACT als internationalen Standard bietet Planungssicherheit
und Einsatzmöglichkeiten in allen Unternehmensbereichen
Auftraggeber
Bauunternehmen
Bauproduktlieferant/−hersteller
NachunternehmerArchitekturbüro
Abbildung 3.5: Kommunikation per EDIFACT zwischen Beteiligten am Bau nach [33], 4.1
Bei einer Kommunikation zwischen den in Abbildung 3.5 dargestellten Beteiligten könnten
unter anderem die folgenden EDIFACT-Nachrichten Verwendung finden:
• CONDPRO zur Zeichnungsorganisation und CONDRA zur Zeichnungsverwaltung
• zum Austausch von Leistungsverzeichnissen die Typen CONITT (Angebotsaufforde-
rung), CONTEN (Angebotsabgabe) oder CONEST zur Auftragserteilung
• im Bereich der Materialwirtschaft zum Austausch von Katalogen und Preislisten
PRICAT, zur Anfrage REQOTE oder zur Bestellung ORDERS
Obwohl zahlreiche Firmen aus dem Bereich des Facility Managements unter den Mitglie-
dern von EDIBAU e.V. sind (z.B. die ehemalige Agiplan AG oder die DeTeImmobilien),
finden die Empfehlungen keinen Niederschlag in den Produkten (vgl. Marktreport CAFM-
Systeme in [10]) bzw. in den Arbeiten der GEFMA e.V. zum Datenaustausch in FM Sy-
stemen [4]. Ein Problem stellt auch hier die immer wieder herangeführte Heterogenität des
Baugewerbes dar. EDIFACT Nachrichten besitzen im Gegensatz zu XML keine frei defi-
nierbare Strukturbeschreibung und es gibt auch keine Mechanismen zum Festlegen eines
Layouts. Da in der Regel für jeden Partner ein spezifischer Konverter entworfen werden
muß, steigt der Aufwand trotz geringem Implementierungsaufwand mit jedem neuen bzw.
wechselnden Partner, gerade für kleinere Subunternehmen ein problematischer Zustand.
Obwohl die von Firmen und internationalen Organisationen veröffentlichten auf XML auf-
bauenden Nachrichtenformate (noch) in wesentlich geringerer Zahl als die standardisierten
EDIFACT Nachrichtentypen vorliegen, scheint sich XML zu einer Vorzugslösung mit we-
sentlich breiterer Akzeptanz zu entwickeln. Inzwischen sind Umsetzungen von EDIFACT
Dokumenten auf semantisch passende XML-Strukturen eine häufig anzutreffende Lösung.
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3.4.2 Die Extensible Markup Language als Dokumenten- und Austausch-
format
Die Extensible Markup Language (XML) ist eine erweiterbare Auszeichnungssprache, die
als ein universelles Konzept zur Beschreibung von Daten eine immense Bedeutung erlangt
hat. Das World Wide Web Consortium (W3C) hat 1996 mit der Arbeit am Entwurf von
XML begonnen. Seit 1998 liegt XML in der Version 1.0 als Empfehlung vor. Damit hat
XML den Status eines von der Industrie anerkannten Quasistandards erlangt, jede größere
Firma im IT-Bereich gibt an, mit XML zu arbeiten. Auch bei der Evaluation von Produk-
ten für das CAFM wird XML häufig als generelles Schnittstellen- und Austauschformat
angeführt.
Die Auszeichnungssprache XML ist von SGML (ISO 8879) abgeleitet und wurde entworfen,
um die hohen Anforderungen an das elektronische Publizieren abzudecken und um den
Austausch unterschiedlichster Daten zu realisieren. Das W3C hat sinngemäß die folgenden
Möglichkeiten für XML in seinem Activity Statement [71] formuliert:
• medienunabhängiges elektronisches Publizieren von Informationen in mehreren Spra-
chen
• Datenverarbeitung mit preisgünstiger Software
• Reduzierung von Ausbildungs- und Entwicklungskosten durch die Verfügbarkeit ei-
nes Formats für eine Vielzahl von Anwendungsfällen
• automatische Verarbeitung übertragener Dokumente durch Software
• Grundlage für das Semantic Web mit Möglichkeiten zur Interoperabilität und zum
Informationsaustausch auf einem wesentlich höheren Niveau
• Förderung der Erstellung plattformunabhängiger Protokolle zum Datenaustausch
• benutzerdefinierte Präsentation von Informationen, gesteuert durch Stylesheets
• Ermöglichung von Langzeitdatenhaltung ohne den Einsatz proprietärer Werkzeuge
oder undokumentierter Formate
Die Empfehlung zu XML 1.0 selbst (vgl. [64]) beschreiben die Sprache als eine generische
Auszeichnungssprache (engl. Markup Language), mit deren Hilfe konkrete Dokumenten-
formate definiert werden können. XML liefert also ein Konzept, wie die Daten zu struk-
turieren sind und legt nicht vorher fest, welche Elemente zur Verfügung stehen. Bei der
Formalisierung der Dokumentenstruktur wird zwischen zwei Optionen unterschieden:
Wohlgeformtheit: Das Dokument ist mit beliebigen Elementen strukturiert, es muß
nur zu jedem Anfangstag1 ein auf der gleichen Ebene korrespondierendes Endtag
existieren.
1Ein XML-Dokument wird direkt im Datenstrom durch eingefügte Auszeichnungen definiert. Diese
Auszeichnungen besitzen eine Start- und Endmarke (engl. Start and End Tags), die in XML genau wie in
SGML durch < und > begrenzt sind. Das Anfangstag besitzt einen Namen und optionale Attribute. Das
Endtag besitzt einen Elementnamen und wird durch ein / eingeleitet.
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Gültigkeit: In einem Schema wird festgelegt, aus welchen Elementen ein Dokument be-
steht, beim Verarbeiten kann das Dokument auf strukturelle Fehler überprüft wer-
den. Neben den bereits in SGML definierten Dokumenttypdefinitionen (DTD) setzt
sich in immer stärkeren Maße XML Schema (vgl. [65]) durch. Mit Hilfe einer DTD
wird in einer relativ einfachen nicht auf XML basierenden Notation die Grammatik
eines Dokuments beschrieben. Ein XML Schema Dokument ist selbst ein XML-
Dokument, das Datentypen für die einzelnen Elemente definiert und Möglichkeiten
der objektorientierten Modellierung, wie Vererbung und Assoziationen, unterstützt.
Mit Hilfe von XML Schema oder DTDs sind für viele Anwendungsbereiche Dokumentty-
pen entwickelt worden. Das W3C bietet auf seinen Webseiten einen Überblick zu den dort
vorliegenden Empfehlungen und Entwürfen. Außerdem gibt es Informationen zu Softwa-
reprodukten, die die konkrete XML-Anwendung unterstützen. Einige Beispiele sind:
XSL: Die Extensible Stylesheet Language (vgl. XSL Spezifikation in [67]) beinhaltet ei-
gentlich zwei Sprachen, eine Transformationssprache (XSL Transformations, XSLT,
detailliert in [66] beschrieben) und eine Sprache zur Definition von Formatobjekten
(XSL Formatting Objects, XSL-FO, unmittelbar in der XSL-Spezifikation beschrie-
ben). Mit XSLT können XML-Dokumente mit Hilfe eines XSLT Stylesheets in neue
XML-Dokumente umgewandelt werden, reine Textdokumente stellen dabei einen
Spezialfall dar. Über XSL-FO können Dokumente in ein XML-Präsentationsformat
umgewandelt werden, das zum Beispiel als PDF-Dokument ausgegeben werden kann.
Der typische Verarbeitungsprozeß eines XML-Dokuments ist in Abbildung 3.6 auf
der nächsten Seite dargestellt.
SVG: Die Scalable Vector Graphics Spezifikation [68] definiert eine Sprache zur Beschrei-
bung von zweidimensionalen Vektorgrafiken und gemischten Vektor/Rastergrafiken
in XML. Eine SVG-Grafik kann neben Vektorobjekten Bilder und Text enthalten.
Außerdem können die Grafiken animiert werden und interaktive Elemente enthalten.
XPath: Mit Hilfe der XML Path Language [69] können einzelne Teile eines XML-Do-
kuments adressiert werden, dabei werden Pfade zu den gesuchten Knoten eines
XML-Baumes beschrieben. Dieser Mechanismus wird beispielsweise beim Einsatz
von XSLT genutzt.
Der Einsatz von XML ermöglicht es, Dokumente zu erstellen, die automatisch weiterver-
arbeitet werden können, da sie einfachen, aber sehr strikten Regeln unterliegen. Neben
der Arbeit mit Schemas zur Definition der Dokumentenstruktur kann ein XML-Dokument
auch immer über seine Struktur befragt werden und ist damit selbstbeschreibend. Für
den Austausch zwischen heterogenen Applikationen sind XML-Dokumente hervorragend
geeignet. Die Transformation von einem XML-Dialekt in den anderen ist mit Hilfe der
in Abbildung 3.6 auf der nächsten Seite dargestellten Mechanismen leicht möglich. Ände-
rungen im Modell einer Anwendung bleiben über entsprechende Transformationen bei der
Weitergabe der Dokumente vor anderen Partnern verborgen. Ein Zielsystem wiederum
kann Dokumente empfangen und über entsprechende Transformationen auf sein eigenes
Modell abstimmen. Die Unterstützung eines CAFM-Systems durch den Einsatz von XML
3.4. Möglichkeiten der verteilten Dokumentenverwaltung 55
Quelldokument
XML
XML−
Parser
XML−
Parser
(DOM−Repr.)
Selektion
Prozessor
XPATH−
Prozessor
XSLT−
Stylesheet
XSLT−
von Nodesets
Quelldokument
Stylesheet
(DOM−Repr.)
XSLT−
Anweisungen
von Knoten
Erzeugen
(DOM−Repr.)
Ergebnis
Abbildung 3.6: Grundsätzliche Arbeitsweise von XSLT
bietet sich geradezu an, da der möglichst verlustfreie und flexible Austausch von Daten
ein entscheidendes Erfolgskriterium für das Facility Management ist.
56 3 Geschäftsstandards
Kapitel 4
Projekte, Skizzen und Ansätze
Die flexible Verwaltung komplexer Datenbestände im Computer Aided Facility Manage-
ment hat sich neben den eher klassischen Forschungsgebieten der Bauinformatik, wie bei-
spielsweise Lösungsansätze zur Finite Elemente Methode oder zu Fragen der Modellierung
im CAD-Bereich, seit einigen Jahren zu einer etablierten Forschungsrichtung entwickelt.
Die heterogene und stark fragmentierte Softwarelandschaft im Bauingenieurwesen stellt
dabei hohe Anforderungen an integrative Aspekte. Einen Schwerpunkt bildet dabei die
Beschreibung von Produktmodellen, die Abbildung dieser Ansätze auf typische Geschäfts-
strukturen oder die Umsetzung in entsprechende Geschäftsprozesse ist aber noch nicht
zufriedenstellend gelungen. Im Gegensatz zu Standardisierungsbemühungen, wie sie bei-
spielsweise beim Einsatz von Workflow Management Systemen bei der Workflow Manage-
ment Coalition (vgl. Abschnitt 3.3) gemacht werden, ist bei Ansätzen zur Produkt- und
Prozeßmodellierung im Bauwesen bzw. speziell im Facility Management ein herstellerüber-
greifender Ansatz nicht zu erkennen.
Selbst die Empfehlungen der WfMC gehen von einer für das CAFM eher untypischen
geschlossenen Lösung aus, die nur an den Systemgrenzen mit externen Beteiligten kom-
muniziert. Der Versuch der Beschreibung einheitlicher Produktmodelle hat bisher noch
nicht zu einer besseren Integration vorhandener Daten und Informationen geführt (vgl.
Abschnitt 3.1 zur ISO 10303 und Abschnitt 3.2 zur IFC).
Deshalb wurden in einigen Forschungsprojekten alternative Ansätze verfolgt, die allge-
meingültige Lösungen im Bereich der Modellierung von Bauwerksdatenbeständen zum
Ziel haben:
• die Menge der Objekttypen in einem Modell und ihre Beziehungen untereinander
müssen außerhalb der eigentlichen Software durch den Anwendungsprogrammierer
oder den Anwender selbst beschrieben werden können
• für den Zugriff auf die einzelnen Typen und deren Instanzen existiert eine Menge
von Methoden, eine Schnittstelle. Die Zugriffsmechanismen auf konkrete Objektin-
stanzen sollten innerhalb der Schnittstelle verborgen bleiben
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• zur Realisierung systemübergreifender Prozesse müssen Verteilungsaspekte berück-
sichtigt werden, die zu transportierenden Daten müssen selbstbeschreibend und
plattformneutral verfügbar sein
• für die Kommunikation zwischen den einzelnen Anwendungen sollten innerhalb der
EDV standardisierte Protokolle genutzt werden, nur so ist ein herstellerneutrales
Zusammenspiel verschiedener Komponenten möglich
Zur Umsetzung dieser Ziele bietet sich ein metamodellorientierter Ansatz an. Ein Metamo-
dell beschreibt dabei grundlegende Typen (beispielsweise Klassen, Methoden oder Assozia-
tionen), die zur Modellierung verwendet werden können. Auf der Basis dieser Metatypen
wird dann auf der Modellebene ein konkretes Modell beschrieben. Von den Elementen die-
ses Modells existieren Instanzen auf der Daten- und Prozeßebene. Der Arbeitskreis Objekte
(AKO) hat versucht, pragmatische Ansätze und Ideen auf der Basis von Metamodellen
für die Produkt- und Prozeßmodellierung im Facility Management zu entwickeln.
4.1 Der Arbeitskreis Objekte (AKO)
Der von 1996 bis 1998 aktive Arbeitskreis Objekte war ein Zusammenschluß von jun-
gen Wissenschaftlern der Bauhaus Universität Weimar, der HOCHTIEF Software GmbH,
der TU Berlin, der Fraunhofergesellschaft und der TU Dresden1. Wesentliche Einflüsse
kamen aus dem FlexOB-Projekt der Bauhausuniversität Weimar zur Unterstützung der
frühen Phasen des architektonischen Entwurfs über ein flexibles Objektsystem, aus dem
Fatima-Projekt der TU Berlin mit einem Integrationskonzept für verschieden strukturier-
te Datenmodelle und aus dem Facility Management System Kopernikus der HOCHTIEF
Software GmbH.
Zur Umsetzung der Ideen wurde eine Schnittstellenspezifikation erarbeitet, die drei Grup-
pen von Klassen unterscheidet:
• Klassen zur Schemabeschreibung
• Klassen zur Modellbearbeitung
• Datentypen
Die einzelnen Klassen werden in Abbildung 4.1 auf der nächsten Seite in Beziehung gesetzt.
Mit Hilfe der Klassen MetaSchema, MetaClass und MetaSlot wird ein Schema modelliert.
Dabei besteht ein MetaSchema aus beliebigen vielen MetaClass Objekten, die wiederum
beliebig viele MetaSlot Objekte enthalten können. Zur Modellbearbeitung dienen die Klas-
sen Database, Transaction, ImpInstance bzw. Instance und Slot. Die Klasse Database
kapselt dabei die eigentliche Datenbank, über sie können Transaktionen im eigentlichen
Sinne des Wortes erzeugt werden. Eine Transaction Instanz ist in der Lage, tatsächliche
Datenobjekte vom Typ Instance zu erzeugen, die im Metamodell über eine MetaClass be-
schrieben werden. Die Aufspaltung der konkreten Instanz in ImpInstance und Instance
1AKO im Web unter http://www.uni-weimar.de/˜iwv/forschung/forsch-ako.html
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hat dabei implementierungstechnische Gründe. Die einzelnen Attribute eines Datenob-
jektes werden in den Slots gespeichert. Auch hier existiert ein korrespondierender Typ
im Metamodell, der MetaSlot. Datentypen können mit den Klassen GenericType und
UserdefinedType modelliert werden. Zur Kapselung von Zeichenketten dient der Typ
NameType.
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NameType
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Abbildung 4.1: Klassendiagramm der AKO-Schnittstelle in [44]
Diese Schnittstellenspezifikation wurde zuerst in C++ entworfen, parallel dazu wurde ein
Entwurf für die Microsoft Object Definition Language entwickelt, wie sie beim Arbeiten mit
ActiveX Bibliotheken genutzt wird. Eine dritte Version auf Basis der Interface Definition
Language der OMG wurde beim 5. Anwendertreffen AKO diskutiert. Ziel der Entwürfe
war die Beschreibung einer Schnittstelle, die ein Metamodell zur Verfügung stellt, mit
dessen Typen und Methoden ein konkretes Modell definiert werden kann. An Hand der
konkreten Modellbeschreibung wiederum sollte über wohldefinierte Methoden die eigent-
liche Datenebene bearbeitet werden können.
Das Ziel der AKO-Schnittstelle war eine Vereinheitlichung des Zugriffs auf die Modelle und
deren Metainformationen, die Anwendungsprogramme sollten soweit wie möglich vom so-
genannten Laufzeitsystem entkoppelt sein, so daß verschiedene Anwendungen auch mit
verschiedenen Laufzeitsystemen interagieren können. Diese Technologie zielt auf Anwen-
dungssysteme, bei denen sich Modellstrukturen ändern bzw. bei denen Kenntnisse zum
Modell vorhanden sind, wie etwa bei Verwaltungs- und Informationssystemen im Bereich
des Facility Managements.
60 4 Projekte, Skizzen und Ansätze
Die Modellierung von Geschäftsprozessen wird in der AKO Schnittstelle nicht unterstützt.
Außerdem werden keine Aussagen über die zu verwendenden Kommunikationsprotokolle
getroffen. Damit stellt sich die Frage nach echter Austauschbarkeit der Komponenten.
Dieser Eindruck wird durch eine stark an den ursprünglichen Zielsprachen ausgerichtete
Schnittstellendefinition noch verstärkt.
Der Einsatz eines Metamodells zur Beschreibung eines ganz konkreten Modells ist aber ein
Ansatz, der wesentlich besser mit der Abbildung der verschiedenen Sichten und Detailtiefen
im heterogenen Umfeld des Facility Management harmoniert.
4.2 Konkrete AKO-Implementierung im CAFM-System Ko-
pernikus
Ausgehend von einer ersten Schnittstellenspezifikation im Arbeitskreis Objekte für C++
(siehe [45]) und für die Arbeit mit den vom Microsoft Visual Studio unterstützen COM
Komponenten (siehe [46]) wurde eine konkrete AKO-Implementierung bei der HOCHTIEF
Software GmbH entwickelt. Da die AKO Spezifikationen in vielen Bereichen nicht komplett
waren, sind herstellerspezifische Erweiterungen hinzugekommen, so wurden beispielsweise
die MetaSlot Objekte noch feiner im Metamodell mit Hilfe von MetaFacet Typen be-
schrieben. Die Funktionsweise der Implementierung im CAFM-System Kopernikus2 ist in
Abbildung 4.2 auf der nächsten Seite dargestellt.
Bei der Implementierung des Kopernikus-Kerns ”Vespucci“ wurde besonderes Augenmerk
auf die Möglichkeiten zum Entwurf des konkreten Produktmodells gelegt. Zur Beschrei-
bung dient dabei die in der ISO 10303, Part 11 definierte Modellierungssprache EXPRESS.
Das Modell selbst kann vom Anwendungsentwickler oder dem geschulten Anwender selbst
modifiziert werden, neue Typen können hinzugefügt werden. Natürlich können auch kom-
plett neue Schemata entworfen werden, die eine reduzierte Sicht auf den Gesamtdatenbe-
stand freigeben.
Die einzelnen Anwendungskomponenten von Kopernikus und externe Anwendungen, wie
beispielsweise Microsoft Excel oder Autodesk AutoCAD, greifen nie direkt auf die gespei-
cherten Daten zu. Sie nutzen immer die AKO-Schnittstellen und die über die Schnittstel-
len abrufbaren Metainformationen. Die eigentlichen Persistenzmechanismen der Daten-
bank bleiben transparent, die Speicherung ist entkoppelt und wird nur über die konkrete
AKO-Implementierung gesteuert. In AKO sind dabei Database3 Treiber für das RDBMS
Oracle, eine Anbindung an SAP R/3 über Merkator und eine Anbindung an Microsoft
Access realisiert worden.
Seit der Version 10.0 von Kopernikus wurden zusätzlich Workflow Module in Kopernikus
integriert (siehe Roadmap des 1. Kopernikus-Anwendertreffens 2000 [47]). Einen weiteren
2Kopernikus wurde ursprünglich im Geschäftsbereich Objektbewirtschaftung der HOCHTIEF Software
GmbH entwickelt. Dieser Geschäftsbereich ist an Cap Gemini Ernst & Young, später an die Agiplan
Technosoft AG und nach deren Insolvenz an die ThyssenKrupp Facilities Services übergegangen.
3Der Begriff Database bezieht sich auf die Definition im AKO-Interface und nicht auf einen vom Da-
tenbankhersteller zum Zugriff auf die Datenbank entwickelten Treiber.
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Abbildung 4.2: Implementierung von AKO im CAFM-System Kopernikus
Schwerpunkt bildete die Ausweitung der Technologien von einer reinen Client/Server-
Lösung mit einer im Anwendungsbereich auf die professionelle Betriebssystemlinie Mi-
crosoft Windows NT/2000/XP ausgerichteten Architektur hin zu einer mehrschichtigen
Architektur im Internetumfeld.
Allerdings muß festgestellt werden, daß bei der Weiterentwicklung des CAFM-Systems
immer weniger Rücksicht auf die AKO-Schnittstelle genommen wurde, auch neue Ansätze
(z.B. Workflow) fanden keinen Niederschlag in AKO und wurden auch nicht konform zu
vorhandenen Standards (z.B. zu den Empfehlungen der WfMC) entwickelt. Damit trat
die Idee einer Kopplung verschiedener Module auch unterschiedlicher Hersteller über ein
metamodellbasiertes Laufzeitsystem weiter in den Hintergrund. Obwohl die Technologien
im Kopernikus-Kern eingesetzt werden, erfolgt der Zugriff über die Schnittstellen nur noch
in der eigenen Produktentwicklung, wird nicht mehr publiziert und hat sich damit zu einer
proprietären Lösung entwickelt.
4.3 Ansätze für Workflow Management auf der Basis von
CORBA und AKO
Auf der Basis der Ideen des Arbeitskreises Objekte wurde an der TU Dresden in Zusam-
menarbeit mit der HOCHTIEF Software GmbH an der Entwicklung einer offenen AKO-
Implementierung in Java gearbeitet. Im Rahmen einer Diplomarbeit wurde exemplarisch
eine Schnittstellendefinition für Java entworfen (vgl. dazu [36]) und [37]). Mit diesem An-
satz war es möglich, neben den Implementierungen für Microsoft Windows NT/2000/XP
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weitere Plattformen anzusprechen. Die Architektur orientierte sich dabei noch am Aufbau
herkömmlicher Client/Server-Systeme.
Um aber den Ansprüchen einer über Systemgrenzen hinweg verteilten CAFM-Architektur
näher zu kommen, wurde die Implementierung durch den Einsatz eines Object Request
Brokers (ORB) erweitert. Damit war eine sprach- und plattformunabhängige Kommuni-
kation zwischen den einzelnen Komponenten möglich. Im Rahmen einer Zusammenarbeit
mit der HOCHTIEF Software GmbH entstand ein Prototyp, der in einer verteilten Um-
gebung auf der Basis von CORBA die formulargestützte Bearbeitung von Bestandsdaten
ermöglichte (siehe Abbildung 4.3).
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Object Request
Broker
Object Request
Broker
Object Request
Broker
Abbildung 4.3: AKO-Anwendung zur Bestandsdatenbearbeitung mit CORBA
Für diesen Prototypen wurden die folgenden drei Anwendungsfälle umgesetzt:
Metamodellverwaltung: Eine Serverkomponente (SchemaServer) steuert den Zugriff
auf Metamodelle, dabei wird auf ein im EXPRESS-Format vorliegendes Metamodell
mit den AKO-Methoden zugegriffen und ein Client erhält die Beschreibung einer
konkreten im Modell definierten Klasse mit ihren Slots und Facetten. Die Serverkom-
ponente nutzt die auf Java basierende AKO-Implementierung, die Kommunikation
wird von einem ORB gesteuert.
Modelldatenverarbeitung: Die Anbindung an einen konkreten Persistenzmechanismus
erfolgt über die DatabaseServer Komponente, sie erhält über CORBA-Aufrufe die
modifizierten Instanzen und speichert sie über die AKO-Implementierung von Da-
tabase in eine Relationale Datenbank bzw. lädt nach Anforderung die gewünschten
Instanzen.
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Bestandsdatenbearbeitung: Ein schlanker Client, der entweder in eine HTML-Seite
eingebettet oder als separate Anwendung gestartet werden kann, ermöglicht nach er-
folgreicher Anmeldung den Zugriff auf eine Klasse im Metamodell über die Methoden
des entfernten SchemaServers, das zugehörige Formular wird dynamisch aufgebaut.
Der Benutzer kann über Eingaben im Suchmodus die Menge der über den ebenfalls
entfernten DatabaseServer zu ladenden Instanzen einschränken, die geladenen In-
stanzen bearbeiten bzw. löschen oder auf der Basis der gewählten MetaClass neue
Instanzen erzeugen. Alle Änderungen werden an den DatabaseServer übermittelt.
Bei der Bestandsverwaltung werden ein und dieselben Datenobjekte bei der Abarbeitung
eines Prozesses von mehreren Teilnehmern bearbeitet. So wird beispielsweise eine Repara-
turmeldung mit einem Raum verknüpft, an den zuständigen Sachbearbeiter weitergeleitet
und dort dann der Reparaturauftrag ausgelöst, dem Auftragnehmer werden wiederum die
Raumdaten übermittelt. Idealerweise wird die Menge der Daten dem Auftrag angepaßt.
Nach der Ausführung erfolgt die Rechnungslegung und eventuell eine Belastung für den
Raumnutzer oder -eigentümer. Schon dieses einfache Szenario zeigt, daß mit der Möglich-
keit der verteilten Bearbeitung von Objekten fast automatisch der Wunsch nach einer
Integration dieser Schritte in einer Prozeßkette geweckt wird. Aufbauend auf den mit
CORBA und der AKO-Schnittstelle gemachten Erfahrungen wurden die Möglichkeiten
der Workflowintegration analysiert.
Im Rahmen einer Belegarbeit [38] wurde die Marktsituation im Bereich der CAFM Soft-
ware analysiert, einen Schwerpunkt bildete die Integration von Workflowmechanismen:
”Auch die Unterstützung für Workflow-Management steckt quasi noch in den ’Kinder-
schuhen‘. Da die Standards der WfMC und OMG noch sehr neu sind, gibt es für diese
neuen Technologien noch keine Unterstützung.“ (ebenda, S. 32). Die Integration eines Me-
tamodellansatzes in ein Workflow Management System erfordert generelle Überlegungen,
die zu einer sauberen Spezifikation führen sollten: ”Of course a workflow management
tool has to be improved to support a meta object model and has to interact with such
a product modelling tool . . . , that shall be done on the Workflow Management Coalition
API, as soon as it is supported to a sufficient degree by the tools available for the AEC
industry.“ (in [8], From Product Modeling to Project Modeling by D. Ranglack, S.437).
Für die Erweiterung der AKO-Schnittstelle mit Workflowfunktionalitäten wurde sich im
Rahmen einer Belegarbeit [39] mit den Ansätzen der WfMC beschäftigt. Da alle beteiligten
Komponenten in einer verteilten Umgebung agieren, wurde als Transportprotokoll das in
CORBA definierte IIOP genutzt, die Workflow-Nachrichten selber wurden entsprechend
den Vorgaben der WfMC als XML-Nachrichten (vgl. [27]) verpackt.
Zur Definition der Workflows wurde ein Modellierungstool entworfen, das auf das Meta-
schema zugreift und die dort gültigen Klassen in den Workflow integriert, die Ausführung
wird von einer einfachen Workflow Engine gesteuert. Innerhalb der in Abbildung 4.4 auf
der nächsten Seite dargestellten Klassenstruktur kann die Kommunikation direkt über die
AKO-Schnittstelle oder indirekt über einen ORB erfolgen.
Während der Ausführung kann ein Anwender im WfClient Daten im Workflow modifi-
zieren und dann wieder über WfExecutionImpl und die WfEngine an das System über-
geben, die WfEngine delegiert die geänderten Instanzen an AKO Instance, die wiederum
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Abbildung 4.4: Integration von AKO in einem WfMS nach [39]
die endgültigen Änderungen im Datenbestand (AKO ModelBase) auslöst. Zur Modellierung
eines Workflows auf der Basis von AKO Schema und den enthaltenen AKO Class Objekten
wird eine auf WfModeling aufsetzende Clientapplikation genutzt.
Die vorgestellten Entwicklungen haben gezeigt, daß ein Konzept, das auf einer sauberen
Schnittstellenspezifikation aufsetzt, ohne größere Probleme auf mehreren Plattformen im-
plementiert werden kann. Eine bessere Verteilung der AKO-Schnittstellenkomponenten
konnte durch den Einsatz einer Middlewaretechnologie wie CORBA demonstriert werden.
Die Erweiterung des Ansatzes zur Integration von Workflowkomponenten wurde prototy-
pisch nachgewiesen. Dabei wurde zwischen den lose gekoppelten Komponenten eine auf
dem XML-Binding der WfMC aufbauende Kommunikation mit XML-Messages erfolgreich
eingesetzt. Die Adaptierbarkeit dieses Ansatzes auf eine verteilte Applikation mit den
Schwerpunkten der Userverwaltung, des Workflow- und Projektmanagements im Kontext
der IFC 2x bestätigt die getroffenen Aussagen (vgl. dazu [40]). Eine Weiterführung der in
diesem Abschnitt vorgestellten Ideen könnte einen generellen Ansatz für ein verteiltes und
prozeßorientiertes Facility Management bilden.
4.4 Infothek - Multimediales Informationssystem der
TU Dresden
Die in einem Facility Management System verwalteten Daten sind nicht nur für den un-
mittelbaren Einsatz bei der Verwaltung der baulichen Einrichtungen einschließlich der sie
verbindenden Infrastrukturen interessant, angekoppelte Informationssysteme bieten fol-
gende Vorteile:
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• Nachnutzung der in der Regel aktuellen Informationen eines CAFM-Systems
• Kontrolle der gesammelten Informationen durch alle Besucher des Informationssy-
stems, Integration von Möglichkeiten zur Rückmeldung an die entsprechenden Ver-
waltungsabteilungen
• Ausweitung des Facility Managements auf eventuell über das Informationssystem
neugewonnene Interessenten innerhalb der Einrichtung oder des Unternehmens
• Herstellung einer Transparenz bezüglich der gesammelten Daten im Unternehmen
durch das Publizieren der Daten im Informationssystem
• Präsentation der Daten kann kostenaufwendige Mehrfacherfassungen reduzieren oder
Parallelprojekte verhindern, oft ist der Kenntnisstand über das Vorhandensein von
Informationen im Unternehmen erstaunlich gering
• nicht zuletzt kann ein Informationssystem auf Basis von CAFM-Daten dem Ver-
waltungsmanagement als Argumentationshilfe für kostenintensive Datenerfassungen
bzw. Beschaffungen dienen
Im Rahmen einer Diplomarbeit [41] wurden Ansätze und Implementierungen für Informa-
tionssysteme an Universitäten im deutschsprachigen Raum untersucht. Oft waren diese
Systeme nur Gegenstand studentischer Arbeiten und damit häufig nicht aktuell, schlecht
gewartet und eine Integration mit Backendsystemen war nicht zu erkennen. Mit immer
stärkerer Verbreitung des Internets (Studentenwohnheime mit Netzwerkausstattung oder
Universitätsgebäude mit WLAN) ist aber für ein über das Internet angebotenes Informa-
tionssystem mit Lageplänen, Informationen zu Stundenplänen, aktuellen Veranstaltungen
oder mit Hinweisen für Behinderte großes Interesse vorhanden.
Beim Aufbau eines Informationssystems ist die Aktualität der angebotenen Daten der we-
sentliche Erfolgsfaktor, eine manuelle Aktualisierung von in der Regel bereits digital vor-
handenen Informationen (Raumbelegungen, Veranstaltungen etc.) scheidet von vornherein
aus. Der Entwurf für das Informationssystem Infothek4 basiert auf der Integration von Da-
ten aus den verschiedenen Verwaltungsbereichen der TU Dresden (vgl. Abbildung 4.5 auf
der nächsten Seite).
Den größten Teil der Datenbasis bildet dabei das im Dezernat für Planung, Datenverarbei-
tung und Controlling eingesetzte CAFM-System Kopernikus. Die Integration der gesamten
Datenbasis einschließlich der CAD-Daten über einen Applikationsserver bietet die Möglich-
keit, neben den alphanumerischen auch die grafischen Daten in Echtzeit zur Verfügung zu
stellen. Für die Übertragung wurde als plattformneutrales Datenformat XML gewählt, die
grafischen Daten werden dabei zu Scalable Vector Graphics (SVG), einem XML-basierten
Standard für interaktive 2D-Grafiken, gerendert. Die SVG-Grafiken werden mit den Sach-
daten verknüpft und über entsprechende XSLT-Stylesheets für die Darstellung im Web
aufbereitet. Der Zugriff erfolgt über einen Internetbrowser, die Anfragen zur Infothek wer-
den vom Webserver direkt zur Webapplikation weitergeleitet.
4Zugriff über http://www.portiko.de/infothek
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Abbildung 4.5: Infothek - ein XML-basiertes Informationssystem
Zur Aktualisierung verschiedener Informationen können - die notwendigen Rechte voraus-
gesetzt - über Webformulare Inhalte hinzugefügt werden (z.B. weiterführende Links zu
einem Institut). Dabei werden die Formulardaten zu XML gerendert und dann über ein
spezielles XSLT-Stylesheet für die Datenbank aufbereitet.
Die Infothek hat als Webapplikation unter Beweis gestellt, daß für den Transport von
Daten über Systemgrenzen hinweg ein Ansatz mit XML-Dokumenten hervorragend ge-
eignet ist. Dokumente aus verschiedenen Quellen können über Transformationen in einen
bevorzugten XML-Dialekt übertragen werden und durch den Einsatz von Stylesheets wird
ein einheitlicher Auftritt gewährleistet. Der Weg über einen Applikationsserver entbin-
det den Entwickler von der Notwendigkeit, direkt mit Datenquellen zu arbeiten, auch
die Integration von Sicherheitsaspekten läßt sich über den Applikationsserver abwickeln.
Die Kernaufgabe kann so auch in begrenzter Zeit umgesetzt werden, die Stabilität wird
durch den standardisierten Zugriff auf die vom Applikationsserver angebotenen Dienste
realisiert. Eine Erweiterung der Webapplikation zur Nutzung der AKO-Schnittstelle zur
generischen Integration der Datenbestände auf der Basis eines Metamodells würde die
Gesamtanwendung noch flexibler machen.
Kapitel 5
Konzeption für prozeßorientiertes
Facility Management in verteilten
Umgebungen
Bei der Erarbeitung einer Konzeption zur Etablierung von Computer Aided Facility Ma-
nagement als Klammer über die Bestandsdaten, die versorgende bzw. verknüpfende In-
frastruktur und die im Unternehmensverbund definierten Geschäftsprozesse müssen die
folgenden Ziele erreicht werden:
Modellierung über Metamodelle: Erstellung von Metamodellen, die Typen, Bezie-
hungen zwischen den Typen, Attribute und auch Methoden definieren. Für einzelne
Anwendungsdomainen werden spezielle Metamodelle entworfen. Über diese können
dann konkrete Produkt- oder Prozeßmodelle entwickelt werden.
Prozeßorientierung: Einzelne Elemente eines Modellbereiches werden auf der Prozeß-
ebene bearbeitet. Innerhalb eines Prozeßfensters wird nur mit den tatsächlich not-
wendigen Daten des Modellbereichs gearbeitet.
Beschreibung von Austauschformaten: Der Datenaustausch zwischen einzelnen An-
wendungsbereichen bzw. zwischen gleichen Anwendungsbereichen über Systemgren-
zen hinweg muß auf der Basis einheitlicher und wohldefinierter Datenformate ge-
schehen.
Definition von Komponenten: Die einzelnen Bestandteile einer CAFM-Infrastruktur
sollen als Servicekomponenten mit wohldefinierten Schnittstellen modelliert werden,
um Interoperabilität, Wiederverwendbarkeit und Austauschbarkeit zu gewährleisten.
Kommunikationsprotokolle: Für die Kommunikation zwischen den einzelnen Kompo-
nenten sollen standardisierte Protokolle zum Einsatz kommen, die plattformüber-
greifend zur Auswahl stehen.
In Abbildung 5.1 auf der nächsten Seite werden der häufig anzutreffende Ansatz einer
datenzentrischen Sichtweise mit einem komplexen Bauwerksmodell der prozeßzentrischen
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Abbildung 5.1: Datenzentrische versus prozeßzentrische Sichtweise
Sicht gegenübergestellt. Dabei werden mit Hilfe von Metamodellen Workflows und kleine-
re, für eine Gruppe von Workflows passende Modellausschnitte modelliert. Ein Workflow
erhält nur die Daten, mit denen tatsächlich gearbeitet werden muß. Damit verläuft die
Kommunikation zwischen den einzelnen Workflowteilnehmern wesentlich effektiver, es ist
nicht notwendig, ein großes Modell komplett in eine andere Applikation zu übernehmen.
Gerade unter der Berücksichtigung von Verteilungsaspekten ist eine logische Beschränkung
des Datenaufkommens sinnvoll.
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Application Server
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Abbildung 5.2: Komponentenarchitektur
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Die Einbettung von Servicekomponenten wird in Abbildung 5.2 auf der vorherigen Seite
dargestellt. Jede Servicekomponente kommuniziert intern mit einer Fassade (engl. Faca-
de) über das für den Applikationsserver definierte Protokoll, die Fassade wiederum bildet
die öffentliche Schnittstelle zu Clientanwendungen oder zu Anwendungen aus anderen Ap-
plikationsservern. Als Kommunikationsprotokolle kommen standardisierte Mechanismen
auf der Basis von IIOP oder bei Überschreitung der Systemgrenzen auf Basis von XML
(SOAP) zum Einsatz. Die übertragenen Daten selbst werden immer als selbstbeschreiben-
de XML-Dokumente ausgetauscht.
5.1 Abgrenzung der Anwendungsfälle
Zur Festlegung der Funktionalitäten eines Softwaresystems bietet sich eine Beschreibung
mit Hilfe der in der UML empfohlenen Anwendungsfälle (engl. Use Cases) an: ”When you
show a list of all the goals that your proposed system will support, you have given your
stakeholders an enormous amount of information from a small set of words.“ (vgl. [58],
S. 29 zu den Zielen von Anwendungsfällen). Zum Entwurf des Systems Simplix 1 werden
Anwendungsfälle für die folgenden Schwerpunkte erarbeitet:
• Erstellen von Daten-, Workflow- und Zugriffsschemata mit definierten Metamodellen
• Zugriff auf Prozesse und Datenobjekte unter Anwendung der Modellbeschreibungen
• Kommunikation zwischen einzelnen Diensten und Systemen
SimFlow Schema erstellen
SimSchema Schema erstellen
Schema prüfen
<<secondary>> SimSecurity Schema erstellen Schema erstellen
Schema veröffentlichen
Komponentengenerierung
Zusammenstellung/Verteilung von 
Komponenten
Kundenspezifische Anpassung
<<include>>
<<include>>
<<include>>
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Abbildung 5.3: Anwendungsfälle zur kundenspezifischen Anpassung (Modellierung)
1Das vom Autor entworfene Framework mit Kernkomponenten zum prozeßorientierten Facility Mana-
gement in verteilten Umgebungen.
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Die in Abbildung 5.3 auf der vorherigen Seite dargestellten Anwendungsfälle beschäftigen
sich mit der Erstellung der verschiedenen Schemata und mit deren Weiterverarbeitung
(aufgeführt in Tabelle 5.1). Momentan werden drei Metamodelle unterstützt, ein Meta-
modell zur Definition des Domainmodells an sich, ein Metamodell zur Beschreibung der
Rollen und Zugriffsrechte auf die im Datenmodell definierten Typen und ein drittes Me-
tamodell zur Beschreibung von Workflows.
Tabelle 5.1: Anwendungsfälle zur Schemamodellierung und -verarbeitung
Use Case #1: Schema erstellen
Ziel: Erstellen eines Schemas
Vorbedingungen: Keine
Abschluß mit Erfolg: Ein Schema wurde erstellt
Abschluß mit Fehler: Kein Schema liegt vor, der Use Case #5 kann
nicht ausgeführt werden
Hauptakteur: Mitarbeiter und Management der beteiligten
Partner mit Qualifikation zur kundenspezifi-
schen Anpassung
Auslöser: Forderung nach einem neuen Daten-, Workflow-
oder Zugriffsschema
Use Case #2: SimSchema Schema erstellen
Ziel: Erstellen eines SimSchema Schemas zur Be-
schreibung des Datenmodells
Vorbedingungen: Keine
Abschluß mit Erfolg: Ein Schema wurde erstellt
Abschluß mit Fehler: Kein Schema liegt vor, der Use Case #5 kann
nicht ausgeführt werden
Hauptakteur: Mitarbeiter und Management der beteiligten
Partner mit Qualifikation zur kundenspezifi-
schen Anpassung
Auslöser: Forderung nach einem neuen Datenschema
Use Case #3: SimSecurity Schema erstellen
Ziel: Erstellen eines SimSecurity Schemas zur Be-
schreibung der Rollen und Zugriffsrechte
Vorbedingungen: Ein gültiges SimSchema Schema nach Use Case
#2 und #5
Abschluß mit Erfolg: Ein Schema wurde erstellt
Abschluß mit Fehler: Kein Schema liegt vor, der Use Case #5 kann
nicht ausgeführt werden
Hauptakteur: Mitarbeiter und Management der beteiligten
Partner mit Qualifikation zur kundenspezifi-
schen Anpassung
Fortsetzung: siehe nächste Seite
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Auslöser: Forderung nach einem neuen Zugriffsschema
Use Case #4: SimFlow Schema erstellen
Ziel: Erstellen eines SimFlow Schemas zur Beschrei-
bung eines Geschäftsprozesses als Workflow
Vorbedingungen: Ein gültiges SimSchema Schema nach Use Case
#2 und #5
Abschluß mit Erfolg: Ein Schema wurde erstellt
Abschluß mit Fehler: Kein Schema liegt vor, der Use Case #5 kann
nicht ausgeführt werden
Hauptakteur: Mitarbeiter und Management der beteiligten
Partner mit Qualifikation zur kundenspezifi-
schen Anpassung
Auslöser: Forderung nach einem neuen Workflowschema
Use Case #5: Schema prüfen
Ziel: Prüfen des Schemas auf Wohlgeformtheit und
Gültigkeit
Vorbedingungen: Ein Schema, das in Use Case #2, #3 oder #4
erstellt wurde
Abschluß mit Erfolg: Ein wohlgeformtes und gültiges Schema liegt vor
Abschluß mit Fehler: Kein gültiges Schema liegt vor
Hauptakteur: Mitarbeiter und Management der beteiligten
Partner mit Qualifikation zur kundenspezifi-
schen Anpassung
Auslöser: Ein Schema wurde erstellt oder geändert
Use Case #6: Komponentengenerierung
Ziel: Generieren neuer Komponenten aus den erstell-
ten Schemata
Vorbedingungen: Ein Schema, das in Use Case #5 validiert wurde
Abschluß mit Erfolg: Neue Komponenten wurden erzeugt
Abschluß mit Fehler: Komponenten konnten nicht erzeugt werden
Hauptakteur: Mitarbeiter und Management der beteiligten
Partner mit Qualifikation zur kundenspezifi-
schen Anpassung
Auslöser: Ein validiertes Schema wird zur Weiterverarbei-
tung freigegeben
Use Case #7: Schema veröffentlichen
Ziel: Ein Schema wird im entsprechenden Service an-
gemeldet und damit veröffentlicht
Fortsetzung: siehe nächste Seite
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Vorbedingungen: Ein Schema, das in Use Case #5 validiert wurde
und dessen Komponenten in #6 erzeugt wurden
Abschluß mit Erfolg: Schema wurde veröffentlicht, Zugriff durch An-
wender ist möglich
Abschluß mit Fehler: Veröffentlichung wird abgelehnt, Zugriff ist nicht
möglich
Hauptakteur: Mitarbeiter und Management der beteiligten
Partner mit Qualifikation zur kundenspezifi-
schen Anpassung
Auslöser: Ein validiertes Schema wird zur Veröffentlichung
freigegeben
Use Case #8: Zusammenstellung/Verteilung von Komponenten
Ziel: Erzeugen einer Applikation zum Einbetten in
einen Applikationsserver
Vorbedingungen: Schema wurde veröffentlicht (#7), alle Kompo-
nenten wurden erzeugt (#6)
Abschluß mit Erfolg: Fertige Anwendung mit Anbindung an Persi-
stenzlayer steht bereit
Abschluß mit Fehler: Anwendung kann nicht verteilt werden, Schema-
veröffentlichung wird rückgängig gemacht
Hauptakteur: Mitarbeiter und Management der beteiligten
Partner mit Qualifikation zur kundenspezifi-
schen Anpassung
Auslöser: Fertige und unverteilte Komponenten stehen zur
Verfügung
In Abbildung 5.4 auf der nächsten Seite sind die Anwendungsfälle zum Bearbeiten der
einzelnen Modelle, zur Analyse und zum Zugriff auf die zugehörigen Instanzen und zur
Realisierung der Kommunikation der einzelnen Dienste und Systeme dargestellt. Simplix
bietet für diese Aufgaben vier Akteure an: einen SchemaService, einen WorkflowService,
einen SecurityService und einen ExchangeService.
5.1. Abgrenzung der Anwendungsfälle 73
SimSchema-Instanz bearbeiten
SimSecurity-Instanz bearbeiten
SimSecurity-Instanz analysierenSimFlow-Instanz bearbeiten
<<include>>
SchemaService SecurityService
WorkflowService
SimSchema-Instanz analysieren
<<include>>
SimExchange-Instanz bearbeiten
SimExchange-Instanz analysieren
SimFlow-Instanz analysieren
<<include>>
SimExchange-Instanz 
versenden/empfangen
ExchangeService
<<include>>
File: D:\Profile\carsten\Eigene Dateien\Promotion\Realisierung\Modelle\simplix.mdl    14:47:39 Freitag, 28. November 2003    Use Case Diagram: 
Arbeiten mit Simplix / Anwendung der Modellbeschreibung  Page 1
Abbildung 5.4: Anwendungsfälle zur Bearbeitung von Modellen und zum Zugriff auf deren Instanzen
Tabelle 5.2: Anwendungsfälle zum Zugriff auf Modelle und Instanzen
Use Case #9: SimSchema-Instanz bearbeiten
Ziel: Bearbeiten eines SimSchema Modells und der
durch das Modell repräsentierten Datenobjekte
Vorbedingungen: Analyse der zugeordneten SimSecurity-Instanz
Abschluß mit Erfolg: Das Modell bzw. die zugehörigen Datenobjekte
wurden modifiziert
Abschluß mit Fehler: Alle Änderungen am Modell oder den Datenob-
jekten wurden verworfen
Hauptakteur: Alle möglichen Modifikationen laufen über den
SchemaService
Auslöser: Anfrage an den SchemaService (z.B. durch
Clientanwendung)
Fortsetzung: siehe nächste Seite
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Use Case #10: SimSchema-Instanz analysieren
Ziel: Analyse des Modells
Vorbedingungen: Analyse der zugeordneten SimSecurity-Instanz
Abschluß mit Erfolg: Detaillierte Auskunft über das SimSchema-
Modell
Abschluß mit Fehler: Keine Auskunft erhalten (weil z.B. das Schema
nicht existiert)
Hauptakteur: Alle Anfragen laufen über den SchemaService
Auslöser: Anfrage an den SchemaService (z.B. durch
Clientanwendung)
Use Case #11: SimFlow-Instanz bearbeiten
Ziel: Bearbeiten eines SimFlow Modells und der
durch das Modell repräsentierten Workflows
Vorbedingungen: Analyse der zugeordneten SimSecurity-Instanz
Abschluß mit Erfolg: Das Modell bzw. die zugehörigen Workflow-
Instanzen wurden modifiziert
Abschluß mit Fehler: Alle Änderungen am Modell oder den Workflow-
Instanzen wurden verworfen
Hauptakteur: Alle möglichen Modifikationen laufen über den
WorkflowService.
Auslöser: Anfrage an den WorkflowService (z.B. durch
Clientanwendung)
Use Case #12: SimFlow-Instanz analysieren
Ziel: Analyse des Modells
Vorbedingungen: Analyse der zugeordneten SimSecurity-Instanz
Abschluß mit Erfolg: Detaillierte Auskunft über das SimFlow-Modell
Abschluß mit Fehler: Keine Auskunft erhalten (weil z.B. der Workflow
nicht existiert)
Hauptakteur: Alle Anfragen laufen über den WorkflowService
Auslöser: Anfrage an den WorkflowService (z.B. durch
Clientanwendung)
Use Case #13: SimSecurity-Instanz bearbeiten
Ziel: Bearbeiten des Sicherheitsmodells
Vorbedingungen: Analyse der SimSchema-Instanz, für die das
Sicherheitsmodell erstellt/bearbeitet wird (vgl.
Use Case #10)
Abschluß mit Erfolg: Das Modell wurde modifiziert
Abschluß mit Fehler: Alle Änderungen wurden zurückgewiesen
Fortsetzung: siehe nächste Seite
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Hauptakteur: Alle möglichen Modifikationen laufen über den
SecurityService
Auslöser: Anfrage an den SecurityService (z.B. durch
Clientanwendung)
Use Case #14: SimSecurity-Instanz analysieren
Ziel: Analyse des Sicherheitsmodells
Vorbedingungen: Keine
Abschluß mit Erfolg: Detaillierte Auskunft über das SimSecurity-
Modell
Abschluß mit Fehler: Keine Auskunft erhalten (weil z.B. das Sicher-
heitsmodell nicht existiert)
Hauptakteur: Alle Anfragen laufen über den SecurityService
Auslöser: Anfrage an den SecurityService (z.B. durch
Clientanwendung)
Use Case #15: SimExchange-Instanz bearbeiten
Ziel: Erstellen bzw. Modifizieren einer Nachricht
Vorbedingungen: Zugriff auf eine Workflowinstanz oder Datenob-
jekte über den Schema- oder WorkflowService
Abschluß mit Erfolg: Nachricht wurde erstellt bzw. geändert
Abschluß mit Fehler: Es liegt keine Nachricht vor bzw. alle Änderun-
gen wurden verworfen
Hauptakteur: Alle möglichen Modifikationen laufen über den
ExchangeService
Auslöser: Anfrage an den ExchangeService (z.B. durch
Clientanwendung)
Use Case #16: SimExchange-Instanz versenden/empfangen
Ziel: Versenden bzw. Empfang einer Nachricht
Vorbedingungen: Versenden: Nachricht liegt vor
Empfang: keine
Abschluß mit Erfolg: Nachricht wurde empfangen/versandt
Abschluß mit Fehler: Nachricht wurde nicht empfangen/versandt
Hauptakteur: Versand und Empfang laufen über den Ex-
changeService
Auslöser: Versenden: Anfrage an den ExchangeService
Empfang: Eintreffen einer Nachricht
Use Case #17: SimExchange-Instanz analysieren
Ziel: Prüfen der Nachricht, Weiterverarbeitung
auslösen
Fortsetzung: siehe nächste Seite
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Vorbedingungen: Nachricht wurde empfangen (Use Case #16)
Abschluß mit Erfolg: Nachricht wird weiterverarbeitet, Delegation an
entsprechenden Dienst
Abschluß mit Fehler: Nachricht wird zurückgewiesen
Hauptakteur: Der ExchangeService
Auslöser: Eine eingegangene Nachricht (Use Case #16)
5.2 Komponentenentwurf
Ausgehend von den im Abschnitt 5.1 beschriebenen Anwendungsfällen zur Identifikation
der grundlegenden Funktionalitäten im System wird der Entwurf von Diensten (Services)
vorgeschlagen. Jeder Service besitzt die folgenden Eigenschaften:
• Bereitstellung anwendungsorientierter Funktionalität mit strikter Kapselung der Im-
plementierung
• Zugriff auf die angebotenen Funktionalitäten über vertraglich vereinbarte Schnitt-
stellen
• Beschreibung des Modells mit Hilfe eines Metamodells, das auf die Möglichkeiten
von XML Schema zurückgreift
• Einsatz von XML als bevorzugtes Austauschformat zwischen den einzelnen Diensten
Die einzelnen Dienste sind als Komponenten aufzufassen, die auf der Basis eines Kompo-
nentenmodells entwickelt werden sollten, zur Realisierung der dafür notwendigen Archi-
tektur wird auf das Broker-Muster verwiesen.
Dieses Muster kann ”für die Strukturierung verteilter Software-Systeme mit entkoppelten
Komponenten benutzt werden, die durch das Aufrufen entfernter (engl. remote) Dienste in-
teragieren. Ein Vermittler (engl. Broker) ist für die Koordination der Kommunikation, z.B.
die Weiterleitung von Dienstanforderungen, sowie für die Übermittlung von Ergebnissen
und Fehlermeldungen verantwortlich.“ (siehe [48], Seite 99ff). Basieren einzelne Kompo-
nenten auf CORBA, kommt für die Koordination des Dienstes ein Object Request Broker
zum Einsatz, bei einer EJB-Implementierung stellt der Applikationsserver den Broker, der
die Dienstanforderungen weiterleitet.
Um die Abhängigkeiten zwischen Clientanwendungen und den Servicekomponenten zu
reduzieren, wird die Geschäftslogik mit Hilfe des Facade Musters implementiert. Dabei
werden die für den einzelnen Dienst charakteristischen Schnittstellen in einer Fassade
dem Nutzer angeboten, die eigentliche Komponentenimplementierung wird so von der
Schnittstelle entkoppelt, die in Abschnitt 2.4 geforderte Black-Box-Wiederverwendung für
Komponenten wird durch dieses Architekturmuster gefördert. Dieser Ansatz reduziert au-
ßerdem die Netzwerkaufrufe, da in der Fassade ein kompletter Anwendungsfall über eine
Methode abgearbeitet werden kann. Beim Einsatz eines EJB-basierten Applikationsservers
sei die detaillierte Beschreibung dieses Musters in [60], S. 5ff empfohlen.
5.3. Beschreibung der Dokumenten- und Datenformate 77
APIs / Communication Protocols
WorkflowService < ... >
Client Client
Client
C
on
fig
ur
at
io
n 
To
ol
s
Client Client
SecurityService
ExchangeService
Persistence Layer
SchemaService
SimExchange XSD SimSchema XSD SimFlow XSD < another XSD >
SimSecurity XSD
Abbildung 5.5: Übersichtsdarstellung der beteiligten Komponenten
Eine Übersichtsdarstellung in Abbildung 5.5 illustriert das Zusammenspiel der Kompo-
nenten. Dabei wird deutlich, daß jede Servicekomponente auf der Basis einer Modellbe-
schreibung auf die eigentlichen Objekte innerhalb des Persistenzlayers zugreift. Die Mo-
dellbeschreibung selbst wird nach einem Metamodell erstellt, das zur Beschreibung XML
Schema einsetzt. Die Anwendungsschnittstellen und die zugehörigen Kommunikationspro-
tokolle trennen die Dienste von den eigentlichen Clientanwendungen. Selbstverständlich
können auch Clientanwendungen als Komponenten erstellt werden, die wiederum neue
Kompositionen bilden können. Neben diesen horizontalen Schichten kann innerhalb einer
vertikalen Achse über Konfigurationswerkzeuge das Verhalten der einzelnen Komponen-
ten beeinflußt oder beispielsweise die Metamodelle und deren Modellinstanzen bearbeitet
werden.
Jede der einzelnen Schichten kann durch neue Komponenten erweitert werden. So könnte
beispielsweise ein neuer Service integriert werden, solange er die am Anfang des Abschnitts
beschriebenen Eigenschaften besitzt.
5.3 Beschreibung der Dokumenten- und Datenformate
Eine plattformunabhängige und als Industriestandard anerkannte Beschreibungsform für
Metamodelle ist der Einsatz von XML Schema Definitionen (vgl. die Empfehlungen des
W3C in [65]). Der Kern von Simplix umfaßt vier Dienste, einen SchemaService, einen
WorkflowService, einen SecurityService und einen ExchangeService. Zu jedem Service wur-
de eine XML Schema Beschreibung entwickelt (siehe Abbildung 5.6 auf der nächsten Seite).
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Auf den Schemainformationen und der korrespondierenden Schnittstelle aufbauend können
dann auf Modellebene konkrete Instanzen erzeugt, bearbeitet und gelöscht werden.
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Abbildung 5.6: Services und deren Metamodelle
5.3.1 SimSchema Beschreibung für den SchemaService
Das SimSchema Modell basiert auf einer XML Schema Beschreibung, wird persistent als
XML-Dokument abgelegt und kann über die in Abschnitt 6.2 beschriebenen Schnittstellen
abgefragt bzw. manipuliert werden. Über den konkreten Persistenzmechanismus werden
keine Aussagen getroffen, die Realisierung erfolgt transparent in der Schnittstellenimple-
mentierung. Das detaillierte Schema wird im Anhang A.1 vorgestellt. Der Aufbau des
Schemas selbst orientiert sich an den Arbeiten des Arbeitskreises Objekte (vgl. Abschnitt
4.1). Allerdings wird der dort formulierte Ansatz für ein auf EXPRESS aufbauendes Meta-
modell weiter spezialisiert. Die relativ einfache Aufteilung in MetaClass, Slot und Facet
war bezüglich einer Standardisierung als kritisch zu bewerten. Die Facets waren nicht
spezifiziert, Anforderungen aus verschiedenen Anwendungsebenen wurden über sie abge-
deckt, dem Anwendungsentwickler war aus dem Gebrauch der Schnittstelle nicht klar,
ob beispielsweise eine Facet-Instanz Formatvorgaben oder einen Wertebereich für einen
Slot-Wert beschreibt.
Ein SimSchema Metamodell besitzt zur eindeutigen Identifizierung der Elemente einen
entsprechenden Namensraum:
http://www.simplix.de/service/simschema/1.0
Das Metamodell besitzt ein Wurzelelement simschema, das durch die folgenden Kindele-
mente beschrieben werden kann:
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• alternativ eine graphische Beschreibung des Schemas zur Unterstützung von Model-
lierungswerkzeugen (Element model)
• eine alternative Beschreibung des Schemas mit dem Element description zur Er-
stellung von Projektdokumentationen
• ein storage Element, über das auf die konkrete Implementierung zugegriffen werden
kann
• den Abschnitt mit den im Schema definierten Klassen im Element classes und
• einen Abschnitt mit den Beziehungen,den associations, zwischen den definierten
Klassen des Schemas
In Abbildung 5.7 wird der Aufbau des Schemas als Klassendiagramm dargestellt.
simschema
SimSchemaType
storage
description
model associations
classes
SimSchemaTypeSequence
{3}
0..1
{2}0..1
{1} 0..1
{5}
{4}
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Abbildung 5.7: Grobstruktur eines SimSchema Modells
Unterhalb des classes Elements werden die einzelnen Klassen definiert. Dazu stehen
ebenfalls Möglichkeiten zur Dokumentation über ein description Element und zur Un-
terstützung der Modellierung über ein model Element zur Verfügung. Die Klassen selbst
können in logischen Gruppen zusammengefaßt werden und über Vererbungshierarchien ist
die Definition von Subtypen möglich. Alle Datenelemente einer class werden in den zu-
gehörigen slot Elementen beschrieben. Mögliche Präsentationsformen eines Klassentyps
werden mit Hilfe des presentation Elements beschrieben. Neben der relativ problemlosen
Darstellung alphanumerischer Datentypen ist die Abbildung binärer Daten (z.B. Bilder)
oder ganzer Objekthierarchien (z.B. bei der Visualisierung grafischer Daten) eine wesent-
liche Anforderung an das System. Um diesen Prozeß so flexibel wie möglich zu gestalten,
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kann über das presentation Element spezifiziert werden, welche Klassen zur Visualisie-
rung genutzt werden, eine Clientanwendung kann diese Informationen auswerten und dann
über spezielle Plugins die Darstellung realisieren.
Die Beziehungen zwischen den einzelnen class Elementen werden im Abschnitt asso-
ciations gesteuert. Hier werden für jede Beziehung Angaben zu den beiden beteiligten
Klassen, den beiden Endpunkten, gemacht. Außerdem werden die Kardinalitäten und die
Art der Beziehung (Komposition oder Aggregation) definiert. Bei einer Komposition wird
eine enge Beziehung mit der Bedeutung ”A besitzt/enthält B“ definiert, wenn man das
Element A löscht, wird automatisch B entfernt (z.B. das Löschen einer Wand mit Öff-
nung). Die Aggregation hingegen beschreibt eine lose Beziehung mit der Bedeutung ”A
benutzt/kennt B“. Dieser Fall gilt z.B. beim Löschen einer Veranstaltung in einem Raum,
der Raum bleibt natürlich als Datenobjekt erhalten.
5.3.2 SimSecurity Beschreibung für den SecurityService
In Simplix wurde sich für eine Variante der rollenbasierten Zugriffskontrolle entschieden.
Dabei werden Rollen definiert, diese Rollen können von anderen Rollen Berechtigungen
übernehmen und sie können ebenfalls Rechte zugewiesen bekommen. Das SimSecurity Mo-
dell referenziert Schemata, Klassen und Slots aus bereits definierten SimSchema Modellen.
Neben der bei rollenbasierten Systemen üblichen Regulierung der Zugriffe auf einzelne Me-
thoden bzw. auf Slotwerte über die entsprechenden Zugriffsmethoden wurde der Ansatz
um eine für das System Simplix spezifische Problematik erweitert. Innerhalb von Sim-
plix soll der Zugriff auch auf Untermengen einzelner Klassen restriktiv behandelt werden
können. Im Rahmen der Implementierung können die Rollenmodelle auf Sicherheitsmo-
delle der eingesetzten Komponentencontainer angewendet werden. Allerdings erfordert die
Begrenzung des Zugriffs auf bestimmte Instanzenmengen eigene Implementierungsansätze.
Andere Services müssen deshalb auf der Basis von Interzeptoren immer Zugriff auf den
SecurityService und die zugehörigen Modelle besitzen (siehe Anwendungsfälle #9 – #12
in Abschnitt 5.1).
Innerhalb eines SimSchema Modells sind beispielsweise Klassen vom Typ Raum definiert,
in der Regel kann der Zugriff auf alle Objekte vom Typ Raum beschränkt werden, auch
Einschränkungen für den Zugriff auf einzelne slot Elemente, wie z.B. auf den Raumnutzer
oder die Miete sind möglich. Eine Regulierung des Zugriffs auf bestimmte Raum Instanzen,
etwa nach der Zugehörigkeit zum Gebäude, ist ohne Mehraufwand bei der Implementierung
nicht möglich. So benötigt die Rolle Hausmeister Zugriff auf die Klasse Raum, aber nur auf
das Subset mit den zu seinem Verantwortungsbereich gehörenden Gebäuden. Dazu können
der Rolle Bedingungen hinzugefügt werden, die eine Einschränkung auf die gewünschte
Untermenge von Raum Instanzen gestatten.
Das SimSecurity Modell basiert ebenfalls auf einer XML Schema Beschreibung und wird
innerhalb der in Abschnitt 6.2 beschriebenen Schnittstellen genutzt. Das detaillierte Me-
tamodell wird im Anhang A.2 vorgestellt. Zur eindeutigen Identifizierung der Elemente
wurde ein entsprechender Namensraum deklariert:
http://www.simplix.de/service/simsecurity/1.0
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Das Wurzelelement simsecurity kann über eine alternative Beschreibung (description)
dokumentiert werden und enthält beliebig viele Rollendefinitionen (Element role). Inner-
halb der Rollendefinitionen können die in Abbildung 5.8 dargestellten Rechte vergeben
werden, die sich in vier Gruppen gliedern lassen.
simsecurity
SimSecurityType
roledescription
SimSecurityTypeSequence
1..* {2}0..1 {1}
PrivilegeNameType
PrivilegeNameTypeEnum
CREATE_SCHEMA
DELETE_SCHEMA
WRITE_SCHEMA
CREATE_CLASS
CREATE_SLOT
DELETE_CLASS
DELETE_SLOT
CREATE_INSTANCE
DELETE_INSTANCE
READ_INSTANCE
WRITE_INSTANCE
CREATE_ROLE
DELETE_ROLE
GRANT_ROLE
GRANT_PRIVILEGE
REVOKE_ROLE
REVOKE_PRIVILEGE
CREATE_WORKFLOW
DELETE_WORKFLOW
MODIFY_WORKFLOW
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Abbildung 5.8: Das simsecurity Element und gültige Privilegien
Gruppe I: Für die sicherheitsrelevanten Aktionen zur Arbeit mit Rollen und zur Zuwei-
sung bzw. zur Entfernung von Privilegien dienen die folgenden Rechte:
• CREATE ROLE: eine neue Rolle darf angelegt werden, die Rolle wird dann bei den
subordinates eingetragen
• DELETE ROLE: der Rechteinhaber darf eine Rolle löschen, sofern sie im Element sub-
ordinates enthalten ist
• GRANT ROLE: gestattet es dem Rechteinhaber, eine Rolle an eine in subordinates
enthaltene Rolle zuzuweisen
• REVOKE ROLE: die Rolle kann von einer der subordinates Rollen entfernt werden
• GRANT PRIVILEGE: Zuweisen von Rechten direkt zu einer Rolle
• REVOKE PRIVILEGE: Entfernen eines Rechtes von einer Rolle
Gruppe II: Für die Arbeit mit Schemata können die folgenden Privilegien genutzt wer-
den:
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• CREATE SCHEMA: der Inhaber dieses Privilegs kann ein neues Schema anlegen und in
das Schema Repository eintragen
• DELETE SCHEMA: mit diesem Recht kann ein komplettes Metadatenschema aus dem
Schema Repository gelöscht werden, die persistenten Daten sind von diesen Meta-
datenmanipulationen nicht betroffen
• WRITE SCHEMA: Dieses Recht ist notwendig, um ein Schema ändern zu dürfen, der
Inhaber dieses Privilegs kann alle Klassen- und Slotbeschreibungen editieren
Gruppe III: Die Arbeit mit den einzelnen Klassen und Slots erfolgt auf Basis der nach-
stehend aufgeführten Rechte:
• CREATE CLASS: eine neue Klassendefinition kann dem aktuellen Schema hinzugefügt
werden
• DELETE CLASS: eine Klassendefinition kann gelöscht werden
• CREATE SLOT: innerhalb einer Klassendefinition kann ein neuer Slot hinzugefügt wer-
den
• DELETE SLOT: ein Klassenslot kann gelöscht werden, dabei werden die persistenten
Daten (z.B. in einer Datenbank) nicht modifiziert
• CREATE INSTANCE: eine neue Klasseninstanz kann erzeugt werden
• DELETE INSTANCE: eine Klasseninstanz kann gelöscht werden
• READ INSTANCE: die Instanzen einer Klasse können gelesen werden
• WRITE INSTANCE: die Instanzen einer Klasse können geschrieben werden
Gruppe IV: Für die Arbeit mit Workflows auf einem bestimmten Schema können die
folgenden Privilegien genutzt werden:
• CREATE WORKFLOW: der Inhaber dieses Privilegs kann für das referenzierte Schema
einen neuen Workflow anlegen und in das Workflow Repository eintragen
• DELETE WORKFLOW: mit diesem Recht kann ein kompletter Workflow aus dem Work-
flow Repository gelöscht werden
• MODIFY WORKFLOW: Dieses Recht ist notwendig, um einen Workflow ändern zu dürfen
Eine definierte Rolle kann Berechtigungen von anderen Rollen erben, außerdem besitzt sie
ein privileges Element. Dieses Element enthält wiederum vier Gruppen analog zur oben
vorgenommenen Einteilung der Rechte. Damit können die Zugriffsrichtlinien getrennt für
die Verwaltung von Rollen, für den Zugriff auf Schemata, für die Arbeit mit Klassen und
Slots und für den Umgang mit Workflows festgelegt werden.
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5.3.3 SimFlow Schemabeschreibung für den WorkflowService
Das SimFlow Metamodell beschreibt den Aufbau eines Workflowprozesses und soll den
Austausch von Prozeßbeschreibungen zwischen Modellierungstools und Workflow Engines
unterstützen. Beim Entwurf des Metamodells wurde sich an den Vorgaben der WfMC
orientiert. Eine Prozeßdefinition wird im WfMC Glossar [21], S.11 wie folgt beschrieben:
”The representation of a business process in a form which supports automated manipu-
lation, such as modelling, or enactment by a workflow management system. The process
definition consists of a network of activities and their relationships, criteria to indicate the
start and termination of the process, and information about the individual activities, such
as participants, associated IT applications and data, etc.“.
Parallel zur vorliegenden Arbeit wurde von der WfMC im Oktober 2002 ein Final Draft
für eine auf dem Interface 1 [23] aufbauende XML Process Definition Language (XPDL)
vorgelegt (vgl. [28]). Dort wird festgelegt, daß ein Hersteller den Export und Import von
XPDL-Dokumenten realisieren muß: ”A vendor can use a XSL style sheet to comply with
those two operations.“. Die hier vorliegende Beschreibung basiert auf XML Schema, im-
plementiert das Interface 1 zur Beschreibung des Ex- und Imports von Prozeßdefinitionen
und ist problemlos über XSLT-Stylesheets in den Final Draft der XPDL-Beschreibung zu
transformieren.
SimFlowType WorkflowType
ProcessDataType
simflow
transition
WorkflowTypeSequence
activity
participant
application
workflow
processdata
SimFlowTypeSequence
DataTypeEnum
BOOLEAN
BYTE
BYTE_SEQUENCE
SHORT
SHORT_SEQUENCE
INTEGER
INTEGER_SEQUENCE
LONG
LONG_SEQUENCE
FLOAT
FLOAT_SEQUENCE
DOUBLE
DOUBLE_SEQUENCE
CHARACTER
CHARACTER_SEQUENCE
STRING
STRING_SEQUENCE
DATE
DATE_SEQUENCE
TIME
TIME_SEQUENCE
TIMESTAMP
OBJECT
UUID
SIMCLASS
SIMCLASS_SEQUENCE
DataType
{2}
a transition connects activities
{1}
an activity is performed by a participant
1..*
{1}
1..*{2}
1..*
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1..*{3}
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Abbildung 5.9: Das SimFlow Metamodell im Überblick
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Das detaillierte SimFlow Metamodell wird im Anhang A.3 vorgestellt. Zur eindeutigen
Identifizierung der Elemente wurde ein entsprechender Namensraum deklariert:
http://www.simplix.de/service/simflow/1.0
Das in Abbildung 5.9 auf der vorherigen Seite dargestellte Metamodell mit dem simflow
Wurzelelement setzt sich aus den folgenden Elementen zusammen:
• aus einem oder mehreren participant Elementen, die die Beteiligten am Workflow
beschreiben, die Akteure können Mitarbeiter, Rollen, Organisationseinheiten oder
ein bestimmtes System sein
• aus den application Elementen, mit denen die am Prozeß beteiligten Anwendungen
mit ihren Aus- und Eingangsdaten definiert werden
• aus den eigentlichen am Workflow beteiligten Daten in einem oder mehreren pro-
cessdata Elementen
• aus einem oder mehreren workflow Elementen, die über activity und transition
Elemente den Prozeß an sich definieren
Dabei verbinden die Übergänge (transitions) mit Bedingungen zur Flußkontrolle die ein-
zelnen Aktivitäten (activities) des Prozesses. Die Aktivitäten wiederum werden von den
Workflow-Teilnehmern (participants) ausgeführt. Dabei werden über die assoziierten An-
wendungen (applications) die Daten (processdata) des Workflows modifiziert.
5.3.4 SimExchange Schemabeschreibung für den ExchangeService
Für den Austausch von Prozeßdaten zwischen den einzelnen Teilnehmern eines Geschäfts-
prozesses in einer heterogenen Umgebung wird auf die Empfehlungen der WfMC zurückge-
griffen. Aufbauend auf dem Interface 4 zur Interoperabilität zwischen einzelnen Workflow-
anwendungen (vgl. [25]) wurde sich bis auf wenige Änderungen am Vorschlag der WfMC
für ein XML Binding in [27] orientiert, die Beschreibung des Metamodells erfolgte mit
Hilfe der XML Schema Beschreibungssprache.
Das SimExchange Metamodell wird im Anhang A.4 detailliert beschrieben. Die Elemente
im SimExchange Metamodell befinden sich im folgenden Namensraum:
http://www.simplix.de/service/simexchange/1.0
Bei der Kommunikation zwischen den einzelnen Bausteinen in Simplix innerhalb ei-
ner Prozeßkette kommen Nachrichten zum Einsatz. Der generelle Aufbau einer Nachricht
(engl. message) ist in Abbildung 5.10 auf der nächsten Seite dargestellt.
Eine WfMessage gliedert sich in drei Unterelemente:
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WfMessageType
WfTransport WfMessageHeader WfMessageBody
WfMessageTypeSequence
0..1 {1} {2} {3}
WfMessage
WfTransportTypeSequence
CorrelationData
0..1{1}
WfTransportType
GetProcessInstanceData.Request
GetProcessInstanceData.Response
CreateProcessInstance.Request
CreateProcessInstance.Response
ChangeProcessInstanceState.Response
ChangeProcessInstanceState.Request
ProcessInstanceStateChanged.Request
WfMessageBodyTypeChoice
ProcessInstanceStateChanged.Response
WfMessageBodyType
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Abbildung 5.10: Das SimExchange Metamodell im Überblick
• ein optionales WfTransport Element kann ein CorrelationData Element enthalten,
in dem protokollspezifische Angaben wie beispielsweise zur Synchronisation stehen,
generell werden aber keine Festlegungen über die zu verwendenden Protokolle ge-
troffen
• der WfMessageHeader spezifiziert, ob es sich bei der Nachricht um eine Antwort bei
Verwendung des Subelementes Response oder um eine Anfrage bei Verwendung des
Subelementes Request handelt
• die eigentliche Nachricht wird im WfMessageBody beschrieben, dazu stehen für die
Anfragen und für die Antworten jeweils vier Operationen zur Verfügung
Zur Einordnung der einzelnen Nachrichtentypen kann die in Abbildung 5.11 auf der
nächsten Seite dargestellte Architekturskizze herangezogen werden. Dabei kann ein Ob-
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server aus einer Prozeßdefinition eine Prozeßinstanz erzeugen (CreateProcessInstance).
Die erzeugte Prozeßinstanz wird beim Observer registriert und erhält einen eindeutigen
Identifikator. Über die beiden Operationen GetProcessInstanceData und ChangePro-
cessInstanceState können die Daten der Prozeßinstanz genutzt bzw. der Status des
Prozesses modifiziert werden. Wenn der Status erfolgreich geändert wurde, sendet die ak-
tuelle Instanz eine Nachricht vom Typ ProcessInstanceStateChanged an den Observer.
Observer
Process
Instance
Process
Definition
ChangeProcessInstanceState
GetProzessInstanceData
ProcessInstanceStateChanged
CreateProcessInstance
Abbildung 5.11: Einordnung der einzelnen Nachrichtentypen nach [27], S. 9
Die im Rahmen des Prozesses verarbeiteten Daten sind in den Nachrichtenelementen ein-
gebettet. Neben reinem Text können auch komplette XML-Dokumente eingebettet wer-
den. So können mit Hilfe eines SimSchema Modells beschriebene Daten als XML-Bäume
serialisiert und dann in die Nachricht zur Weiterverarbeitung eingebettet werden.
Kapitel 6
Realisierung eines Prototyps
Für die erfolgreiche Umsetzung eines CAFM-Systems in einer verteilten Umgebung wird
der Einsatz einer komponentenbasierten Architektur empfohlen. Ausgehend von den Vor-
arbeiten im Abschnitt 2.4 bietet sich eine auf der Java 2 Plattform Enterprise Edition
(J2EE) aufbauende Lösung an. Dabei können die einzelnen Komponenten unabhängig
voneinander entwickelt werden. Durch die strikte Anwendung einer layerbasierten Archi-
tektur nach Abbildung 2.6 auf Seite 37 erfolgt die Implementierung des Domainmodells
losgelöst von den einzelnen Servicekomponenten. Diese wiederum sind nur durch eine Fas-
sade für die Clientmodule zugänglich. Bei der Umsetzung der Anwendungsfälle aus Kapitel
5 sind Lösungen für die folgenden Schwerpunkte zu entwickeln:
• Planung des Einsatzes einzelner Softwarekomponenten und deren Integration zu ei-
ner Gesamtarchitektur
• Entwurf und Beschreibung von Anwendungsschnittstellen für die einzelnen Service-
komponenten und die ihnen zugrundeliegenden Metamodelle
• Umsetzung der Forderung nach einer plattformunabhängigen Kommunikation auf
der Basis von XML
• Implementierung der Schnittstellen auf der Basis der gewählten Softwareprodukte
Ziel der hier beschriebenen Implementierung ist die Entwicklung von Kernkomponenten
für ein prozeßorientiertes Facility Management. Mögliche Anwendungsprogramme und der
Entwurf von Benutzerschnittstellen sind nicht Gegenstand der vorliegenden Arbeit.
6.1 Eingesetzte Softwarekomponenten
Im Rahmen der Realisierung des Prototypen wird aus lizenzrechtlichen Gründen soweit
wie möglich der Einsatz von Open Source und von frei zur Verfügung gestellter Software
favorisiert. Auf Grund fehlender Lizenzgebühren ist die Implementierung, Pflege und Wei-
terentwicklung der Kernkomponenten von Simplix im universitären Umfeld und/oder als
Open Source Projekt denkbar.
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Der Einsatz einer J2EE-Lösung impliziert einen Komponentenentwurf in der Program-
miersprache Java auf der Basis von Enterprise JavaBeans. Dabei wird als Container für
die zu entwickelnden Komponenten eine Applikationsserverarchitektur aus den folgenden
Bausteinen empfohlen:
• das Java Software Development Kit 1.4 der Firma SUN
• der Applikationsserver JBoss 3.2.x
• die relationale Datenbank MySQL 4.0.x
Die mit Hilfe der im Abschnitt 5.3 vorgestellten Metamodelle beschriebenen Domainmo-
delle basieren auf dem vom W3C definierten Industriestandard XML. Für einen effektiven
Umgang mit der Auszeichnungssprache XML stehen auf Grund der sehr hohen Praxisre-
levanz eine Vielzahl von Softwareprodukten aus der Industrie und der Open Source Ent-
wicklergemeinde zur Verfügung. Im Rahmen einer ersten Umsetzung der skizzierten Ideen
werden die nachstehend genannten Werkzeuge und Programmierschnittstellen empfohlen:
• der XML Parser Xerces 2.4.x der Apache Software Foundation
• der XSL Transformator Xalan 2.5.x der Apache Software Foundation
• die Klassenbibliothek XOM 1.0dx zur Abbildung und Bearbeitung von XML Doku-
menten
Der Entwicklungsprozeß selbst ist auf Grund der komplexen Anforderungen eines verteil-
ten Architekturansatzes ohne Softwareunterstützung nicht realisierbar. Neben der Verwen-
dung von essentiellen Werkzeugen, zu denen der Compiler und die für Java notwendige
virtuelle Maschine zur Interpretation des Bytecodes zählen, ist der Einsatz von Tools zur
Unterstützung des eigentlichen Erstellungsprozesses, des sogenannten Builds, unverzicht-
bar. Außerdem kann die Erstellung der Komponenten durch Werkzeuge zur Codegene-
rierung unterstützt und durch intensives Testen auf eventuelle Schwachstellen untersucht
werden. Deshalb wird bei der Implementierung auf die unten aufgeführten Werkzeuge
zurückgegriffen:
• das Java Software Development Kit 1.4 der Firma SUN enthält den Compiler und
die zur Bytecodeverarbeitung notwendige virtuelle Maschine
• das Build Tool Ant 1.6.x der Apache Software Foundation unterstützt den platt-
formunabhängigen Erstellungsprozeß
• Unterstützung der Codegenerierung mit Hilfe der attributorientierten Programmie-
rung in Java durch den Einsatz von XDoclet 1.2
• mit Hilfe der Softwarebibliothek JUnit 3.8.1 zum Testen der erstellten Software er-
folgt die Qualitätssicherung der Kernkomponenten
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Für die Modellierung mit Hilfe der UML bietet sich der Einsatz eines Computer Aided
Software Engineering (CASE) Werkzeuges an. Bei Simplix handelt es sich um einen Neu-
entwurf, deshalb ist die Auswahl des entsprechenden CASE-Tools nicht als projektkritisch
einzustufen, da erweiterte Funktionalitäten, wie beispielsweise das Reverse Engineering,
nicht zum Einsatz kommen. Obwohl mit immer stärkerem Einsatz der UML die Arbeit mit
CASE-Softwareprodukten den Normalfall darstellt, ist die Unterstützung im Open Sour-
ce Bereich als gering einzustufen. Aus diesem Grund wurde hier auf ein kommerzielles
Produkt, das weit verbreitete Rational Rose, zurückgegriffen.
6.2 Entwurfsrichtlinien für Anwendungsschnittstellen
Neben den im Abschnitt 5.3 beschriebenen Metamodellen ist eine klare Beschreibung der
Anwendungsschnittstellen (engl. Application Programming Interface oder API ) für eine
Weiterverwendung der Komponenten von entscheidender Bedeutung. Jeder Anwendungs-
programmierer ist auf diese Schnittstellen angewiesen, über sie läuft die Kommunikation
zwischen den einzelnen Diensten und bei der Abbildung der APIs auf die verschiedenen
Transportprotokolle kann nur über sie eine reibungslose Interoperabilität über System-
grenzen hinweg erreicht werden.
Zur Beschreibung der Schnittstellen können neben den grafischen Mitteln der UML (bei-
spielweise in Klassendiagrammen) die Möglichkeiten einer konkreten Programmiersprache
(beispielsweise Java Quelldateien mit Dokumentation) oder einer deklarativen Sprache,
wie die der Interface Definition Language genutzt werden. In der vorliegenden Arbeit
wurde sich für einen gemischten Ansatz entschieden:
• die grafische Repräsentation erfolgt mit Mitteln der UML, allerdings werden hier
bereits Spezifika der Zielsprache Java abgebildet
• aus dem UML-Modell werden Java Quelldateien generiert, die für den Einsatz im
Enterprise JavaBeans (EJB) Komponentenmodell aufbereitet werden
• innerhalb des Quellcodes wird eine Dokumentation zur Nutzung im Rahmen der
Anwendungsprogrammierung erstellt
Zur Implementierung auf der Basis anderer Komponentenmodelle wie CORBA werden kei-
ne eigenen Schnittstellen entworfen, da der Einsatz einer auf der Java 2 Plattform Enter-
prise Edition (J2EE) aufbauenden Lösung mit EJBs favoritisiert wird. Um aber dennoch
die Nutzung einzelner Dienste auch über verschiedene Komponentenmodelle hinweg zu
gewährleisten, bildet neben der bei EJBs verwendeten Kommunikation über RMI-IIOP1
die Kommunikation über den Austausch von XML-Dokumenten bzw. XML-Fragmenten
einen integralen Bestandteil des Schnittstellenentwurfs.
Diese XML-Informationen bauen auf den Metamodellen der einzelnen Dienste auf, ein
solches Dokument kann deshalb vom Service immer auf Gültigkeit geprüft werden. Außer-
dem können aber auch einzelne Methoden der einzelnen Servicekomponenten mit Hilfe der
1Remote Method Invocation over Internet Inter-ORB Protocol - ermöglicht den Aufruf von Komponen-
ten aus anderen Java Virtual Machines oder von physikalisch anderen Maschinen, siehe [61], S. 491ff
90 6 Realisierung eines Prototyps
Beschreibungssprache XML aufgerufen werden. Dabei sind nicht nur die Daten (z.B. eine
Prozeßdefinition) nach XML zu serialisieren, sondern der gesamte Methodenaufruf ist um-
zusetzen. Als plattformübergreifender und programmiersprachenunabhängiger Standard
hat sich das in der Version 1.1 beim W3C vorliegende Simple Object Access Protokoll
(SOAP) durchgesetzt. Dabei werden Aufruf und Antwort entsprechend dem Standard in
einen Umschlag (envelope) gepackt, der aus einem optionalen header, einem body mit den
eigentlichen Datenelementen und aus optionalen nicht standardisierten Elementen besteht.
Jede öffentliche Methode in den APIs kann über SOAP bereitgestellt und angesprochen
werden und liefert dann völlig sprach- und plattformunabhängig das Resultat als SOAP-
Antwort zurück.
Beim Entwurf der Schnittstellen sind bezüglich der Umsetzung der XML-Metamodelle im
wesentlichen zwei verschiedene Herangehensweisen möglich:
• ausgehend vom XML Schema Entwurf kann mit Hilfe von entsprechenden Compilern
ein korrespondierendes Typensystem beispielsweise in Form von Java-Klassen erstellt
werden
• ein generisches Objektmodell verwaltet den XML-Baum und spiegelt nur die in XML
bekannten Typen wie Elemente, Textknoten etc. wieder
Bei der Umsetzung mit Hilfe eines Compilers wird das zugrundeliegende XML-Modell
vollständig verborgen, alle Zugriffe erfolgen über die vom Compiler bereitgestellten Ty-
pen. Dadurch kann die korrekte Semantik eines XML-Dialektes bereits während der An-
wendungserstellung überprüft werden. Nachteilig erweist sich, daß kein Einfluß auf das
Objektmodell genommen werden kann. Außerdem schlägt dieser Ansatz fehl, sobald beim
Entwurf noch unbekannte und damit untypisierte Elemente verwendet oder vorgesehen
werden. Dieser Fall tritt zum Beispiel beim Entwurf einer SimExchange Message mit dem
freien Element ContextData auf (vgl. Quellcode-Beispiel 9 auf Seite 145).
Ein generisches Objektmodell bietet in der Regel eine optimierte Sicht auf das eigentliche
XML-Dokument, allerdings steht immer die Struktur gemäß der XML-Spezifikation im
Vordergrund, die Überprüfung der korrekten Grammatik bei Modifikationen obliegt dem
Anwendungsprogrammierer. Dieser Ansatz ist zwar weitaus flexibler und ermöglicht auch
das Arbeiten mit unbekannten XML-Dialekten, die Verlagerung der Verantwortung bei
der Erstellung eines entsprechend dem Metamodell gültigen XML-Dokuments hin zum
API-Nutzer ist in Bezug auf die Qualitätssicherung und Robustheit als problematisch
einzustufen.
In Simplix wurde sich für einen abgewandelten Ansatz entschieden. Zur Erstellung der
Modelle werden zwar spezifische Methoden angeboten, den Kern bildet aber ein generi-
sches Objektmodell. Dabei wird die Grammatik innerhalb der im Entwurf vorgesehenen
Methoden überprüft, die Wohlgeformtheit des Dokuments wird über das gekapselte Ob-
jektmodell realisiert.
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6.3 Umsetzung des Entwurfs mit Enterprise JavaBeans
Zur Umsetzung des Entwurfs mit Hilfe von Enterprise JavaBeans werden für die im Ab-
schnitt 5.3 vorgestellten Metamodelle die in der Abbildung 5.6 auf Seite 78 skizzierten
Dienste entwickelt. Die kompletten Schnittstellendokumentationen werden auf den Web-
seiten von Simplix unter http://www.simplix.de zur Verfügung gestellt.
6.3.1 Der Simplix SchemaService
Die Beschreibung eines Domainmodells erfolgt über den SchemaService. Alle Anwendun-
gen und Dienste, die auf das Domainmodell und die dort verwalteten Daten zugreifen
wollen, nutzen den SchemaService. Innerhalb des Dienstes muß dabei implizit das Sicher-
heitsmodell von Simplix geprüft werden, so daß sich das Domainmodell immer in einem
konsistenten Zustand befindet und die aktuell erzeugten Instanzen den festgelegten Sicher-
heitsrichtlinien entsprechen, wenn sie anderen Anwendungen bzw. Personen zur Verfügung
gestellt werden. Die Schnittstelle wird für die folgenden Aufgabenbereiche eingesetzt:
• zur Administration eines Domainmodells, dabei wird ein Schema mit seinen Klassen,
den Beziehungen zwischen den Klassen und den Slots für die eigentlichen Instanz-
daten modelliert
• zur Abfrage von Metainformationen zum Domainmodell - es können alle Details des
Domainmodells abgefragt werden
• zur Modifikation der Klasseninstanzen: auf den Metainformationen einer Klasse auf-
bauend, können alle zugehörigen Instanzen abgefragt, modifiziert oder gelöscht wer-
den, außerdem liefert eine Klasse die notwendigen Typinformationen zum Erzeugen
neuer Instanzen
In Abbildung 6.1 auf der nächsten Seite wird ein Ausschnitt aus der Schnittstelle darge-
stellt. Dabei wird mit Hilfe einer SchemaService Instanz über den Aufruf der Methoden
getSchemaDoc() oder getAllSchemaDocs() ein SchemaDocument geladen, in dem das ak-
tuelle Metamodell gekapselt ist. Über das SchemaDocument erhält man das eigentliche Wur-
zelelement, dem die Klasse Schema entspricht. Alle im Metamodell definierten Attribute
und Kindelemente können über entsprechende getXXX()/setXXX()-Methoden modifiziert
werden. Falls ein Kindelement oder Attribut nicht zwingend vorgeschrieben ist, besteht
die Möglichkeit, es über eine korrespondierende removeXXX()-Methode zu entfernen. Für
das Schema können neben den für die Modellierung wichtigen Informationen im Model al-
ternativ eine Dokumentation (Description) und vor allem die einzelnen Domainklassen
(SimClasses und SimClass) und deren Beziehungen zueinander über Associations und
Association verwaltet werden.
Beim Entwurf der Schnittstelle wurde besonderes Augenmerk auf die Modellierung des
Metamodells gelegt. Es ist dabei nicht möglich, Elemente anzulegen, ohne die für sie not-
wendigen Kindelemente vorher zu erzeugen. Bei den Konstruktoren der einzelnen Typen
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Abbildung 6.1: Ausschnitt aus dem SchemaService API
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Abbildung 6.2: Laden von Datenobjekten über die SchemaService API
wurde neben einer create()-Methode, die mit einer Kopie arbeitet, eine weitere crea-
te()-Methode bereitgestellt, die alle zwingend vorgeschriebenen Elemente bzw. Attribute
enthält. Zur Erzeugung von Schemaelementen aus XML-Daten kann auf die Methode
create(xml:String, encoding:String) zurückgegriffen werden. Für die Ausgabe eines
XML-Teilbaumes besitzt jede Klasse die zwei Methoden toXML() und toXML(encoding:
String). Die Angabe des im XML-Dokument verwendeten Zeichensatzes über das entspre-
chende encoding sichert die korrekte Interpretation bzw. Ausgabe der XML-Datenströme.
Weiterführende Informationen zum Aufbau der Schnittstelle sind im Anhang B.1 näher
beschrieben.
Die eigentlichen Datenobjekte können über InstanceSet-Objekte angefordert werden.
Der Ablauf zur Erzeugung von Instanzen eines bestimmten Domaintypes wird in dem in
Abbildung 6.2 dargestellten Sequenzdiagramm verdeutlicht. Dabei wird aus dem Sche-
ma vom Client die gewünschte Klasse über getClass() angefordert. Mit dieser Klasse
kann dann ein neues InstanceSet erzeugt werden. Nachdem vom Client Anfragebedin-
gungen in einer SlotMap eingetragen worden sind, können die eigentlichen Datenobjekte
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über loadInstances() geladen und die Einzelinstanzen mit der Methode getInstance()
angefordert werden. Die durch getValues() ermittelten Slotwerte können nun in der ent-
sprechenden Benutzerschnittstelle des Clients visualisiert oder auch modifiziert werden.
Auch beim Arbeiten mit den eigentlichen Datenobjekten wird implizit auf den im folgen-
den Abschnitt vorgestellten SecurityService zugegriffen und dadurch die Einhaltung der
Zugriffsrechte realisiert.
6.3.2 Der Simplix SecurityService
Im Rahmen des Entwurfes einer Architektur für Simplix wurde sich für ein Sicherheitsmo-
dell entschieden, das innerhalb eines eigenen Dienstes existiert. Der SecurityService wird
von allen anderen Diensten zur Überprüfung der vorhandenen Rechte genutzt, ist damit
zentraler Bestandteil der Anwendungsarchitektur und eng mit allen anderen Diensten ge-
koppelt. Trotz dieser als kritisch zu bewertenden Verzahnung überwogen an dieser Stelle
die Vorteile eines zentralen SecurityServices, alle anderen Dienste benötigen keine eigenen
Implementierungen. Außerdem können bei der Anwendungsentwicklung und bei projekt-
spezifischen Anpassungen im Rahmen des eigentlichen Deployments die Sicherheitsrichtli-
nien getrennt bearbeitet und modifiziert werden. Gerade bei größeren Projekten oder bei
der Bereitstellung von Diensten über Outsourcing und Konzepte des Application Service
Providing erfolgt die Implementierung von Zugriffsrichtlinien häufig durch spezielle, auf
Sicherheitsaspekte ausgerichtete Administratoren.
Bei der Umsetzung einer Sicherheitsarchitektur wird von einem zweistufigen Ansatz aus-
gegangen:
Identitätsprüfung (engl. Authentication): Dabei wird geprüft, ob es sich tatsächlich
um den korrekten Client handelt, dies kann beispielsweise über eine Kombination
aus Benutzernamen und Kennwort gegen eine entsprechende Datenbank oder einen
LDAP-Server erfolgen. Nachdem der Client identifiziert wurde, erhält er eine ent-
sprechende Sicherheitskennung für die verbleibende Sitzung.
Zugriffskontrolle (engl. Authorization): Dem Client werden Rechte zum Zugriff auf
einzelne Objekte bzw. Operationen eingeräumt, so kann er beispielsweise die Sim-
plix Metamodelle modifizieren oder mit den Instanzen einer konkreten SimClass
arbeiten.
Die Prüfung der Identitäten wird von der Ablaufumgebung übernommen und ist nicht
Gegenstand des SecurityServices. Innerhalb des Applikationsservers werden die Benutzer-
kennungen verifiziert und bei erfolgreicher Überprüfung eine konkrete Rolle zugewiesen.
An Hand dieser Informationen kann dann die Zugriffskontrolle im SecurityService erfolgen.
Dabei werden die folgenden Aufgaben realisiert:
• Definition des Sicherheitsmodells über Rollen, dabei können Berechtigungen von
übergeordneten Rollen vererbt werden
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• Bereitstellen von Mechanismen zur Abfrage der Zugriffsrechte für SimSchema Me-
tamodelle und deren Objektinstanzen, für die definierten Workflows und für die
generellen Richtlinien zur Verwaltung des Sicherheitsmodells
In Abbildung 6.3 auf der vorherigen Seite werden die grundlegenden Klassen der Schnitt-
stelle dargestellt. Der SecurityService ermöglicht das Laden eines bestimmten Securi-
tySet Objektes über die Methode getSecuritySet() und stellt den Zugriff auf alle Se-
curitySet Instanzen über die Methode getAllSecuritySets() sicher. Ein SecuritySet
kapselt ein komplettes simsecurity-Dokument, dessen Wurzelelement über die Metho-
de getSecurity() geladen werden kann. Neben den getXXX()/setXXX()-Methoden zum
Setzen der einzelnen Attributwerte bietet die Klasse Security Zugriff auf alle innerhalb
des Sets definierten Rollen, sie können eingefügt, abgefragt und gelöscht werden.
Eine Role Instanz dient dem Zugriff auf die einzelnen Sicherheitsrichtlinien:
• die generellen Sicherheitsrichtlinien zur Verwaltung der Rollen und zur Vergabe be-
stimmter Privilegien in den untergeordneten Rollen sind in der Klasse Security-
Privileges gekapselt
• über die Klasse SimschemaPrivileges kann festgelegt werden, ob ein komplettes
Schemamodell erzeugt, gelöscht oder geschrieben werden darf.
• der Zugriff auf Sicherheitsrichtlinien einzelner und in Gruppen zusammengefaßter
SimClass Instanzen erfolgt über die Klasse SimClassPrivileges
• die Berechtigungen zum Erzeugen, Löschen oder Modifizieren von Workflows in ei-
nem bestimmten SimSchema-Metamodell werden in den SimflowPrivileges Instan-
zen verwaltet.
Außerdem bietet eine Role Zugriff auf alle Rollen, von denen die aktuelle Instanz Berech-
tigungen vererbt bekommt.
Zur Erzeugung eines SecuritySets oder dessen einzelner Bestandteile bietet jede Klas-
se im SecurityService eine Methode create(xml:String, encoding:String) an, die
entsprechende XML-Dokumente bzw. Dokumentfragmente verarbeitet. Zur Modifikati-
on des Aufbaus einzelner Instanzen über XML-Daten können die replace(xml:String,
encoding:String)-Methoden genutzt werden. Für die Ausgabe des XML-Teilbaumes
einer Klasse stehen die beiden Methoden toXML() und toXML(encoding:String) zur
Verfügung.
Das Sequenzdiagramm in Abbildung 6.4 auf der nächsten Seite zeigt den Zugriff eines
Clients auf den SecurityService, um ein konkretes SecuritySet zu erhalten, über das
dann auf eine Security-Instanz zugegriffen wird. Der Client fordert vom Security-Objekt
eine Rolle (role) mit einem bestimmten Namen über die Methode getRole(String) an
und läßt sich von role nun alle SimschemaPrivileges in einer Liste zurückliefern, dabei
beinhaltet ein SimschemaPrivileges Objekt alle Rechte für ein bestimmtes SimSchema
Metamodell.
Weitere Hinweise zur Realisierung des SecurityServices können im Anhang B.2 nachge-
lesen werden. Eine ausführliche Dokumentation aller Klassen und Methoden befindet sich
unter http://www.simplix.de.
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Abbildung 6.4: Ermitteln der Berechtigungen für eine bestimmte Simclass Instanz
6.3.3 Der Simplix WorkflowService
Der Entwurf der WorkflowService API orientiert sich an den Vorschlägen der WfMC in [23]
und in [24]. Außerdem werden die beim Entwurf der Schemabeschreibung für den Work-
flowService in Abschnitt 5.3.3 getroffenen Entscheidungen berücksichtigt. Dieser Dienst
kann zur Umsetzung der folgenden Aufgabenbereiche genutzt werden:
• Erstellung und Modifikation von Prozeßdefinitionen auf der Basis von XML-Doku-
menten bzw. XML-Dokumentfragmenten, die der im Abschnitt 5.3.3 entworfenen
Schemadefinition entsprechen
• Erstellung und Modifikation von Prozeßdefinitionen über die hier vorgestellte Pro-
grammierschnittstelle
• Bereitstellung eines Interfaces zur Interaktion zwischen Client und Server bei der
Erzeugung und Arbeit mit Prozeßinstanzen und bei der Verwaltung der zugehörigen
Aktivitäten und Aufgaben (engl. work items)
In Abbildung 6.5 auf der nächsten Seite wird ein Ausschnitt aus der Schnittstelle zur
Verwaltung von Prozeßdefinitionen dargestellt. Der WorkflowService liefert über die bei-
den Methoden getAllSimflowDocs() und getSimflowDocument() eine Liste aller Sim-
flowDocument-Instanzen oder ein ausgewähltes SimflowDocument, das ein komplettes
SimFlow-Metamodell kapselt. Diese Klasse liefert beim Aufruf von getSimflow() das
Wurzelelement des Metamodells, ein Simflow-Objekt, zurück. Über die Klasse Simflow
können alle zur Beschreibung von Workflows notwendigen Subelemente verwaltet werden:
• die Instanzen vom Typ Participant definieren alle innerhalb eines SimFlow-Meta-
modells gültigen Workflowteilnehmer
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• über die Application-Instanzen werden die in den Workflows genutzten Anwendun-
gen registriert und verwaltet
• die Klasse ProcessData beschreibt die innerhalb der Workflows verwendeten Daten
• die eigentliche Prozeßdefinition erfolgt in den Workflow-Subelementen, hier werden
die Activity-Instanzen über Transitions miteinander verknüpft und die im Meta-
modell definierten Participants, Applications und ProcessData integriert
Zur Erzeugung einer Prozeßdefinition bietet jede Klasse im WorkflowService die Möglich-
keit, über create(xml:String, encoding:String) entsprechende XML-Dokumente bzw.
Dokumentfragmente zu verarbeiten. Zur Modifikation des Aufbaus einzelner Instanzen
über XML-Daten können die replace(xml:String, encoding:String)-Methoden ge-
nutzt werden. Für die Ausgabe des XML-Teilbaumes einer Klasse stehen die beiden Me-
thoden toXML() und toXML(encoding:String) zur Verfügung.Client aParticipant : Participant anApplication : Appli... aWorkflow : Workflow aSimflowInstance : Simflow
Client aParticipant : 
Participant
anApplication : 
Application
aWorkflow : 
Workflow
aSimflowInstance : 
Simflow
1: create(String, String, ActorType)
2: create(String, String, Service)
3: create(String, String, Activity, Transition)
4: create(String, String, String, String)
5: appendParticipant(Participant)
6: appendApplication(Application)
7: appendWorkflow(Workflow)
8: toXML( )
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Abbildung 6.6: Erzeugen einer Workflowdefinition in einem SimFlow Modell
Die Erstellung einer Workflowdefinition aus Sicht eines Clients verläuft entsprechend dem
in Abbildung 6.6 dargestellten Sequenzdiagramm. Vom Client werden zuerst die für die
Prozeßdefinition erforderlichen Objekte vom Typ Participant und Application über
die entsprechenden create()-Methoden erzeugt. Die Erstellung einer Prozeßdefinition mit
Hilfe eines Workflow-Objektes wird ebenfalls über eine create()-Methode durchgeführt.
Dazu sind (in der Abb. nicht dargestellt) wenigstens eine Activity- und eine Transition-
Instanz zu erzeugen, die als Grundlage für den Workflow dienen und die Workflowteilneh-
mer (Participants) und die zu nutzenden Anwendungen (Applications) referenzieren.
Falls noch kein SimFlow-Metamodell existiert, ist es über die entsprechende create()-
Methode zu erzeugen, danach können die einzelnen Workflowteilnehmer, Anwendungen
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und die eigentlichen Prozeßdefinitionen über die vom Simflow-Objekt bereitgestellten ap-
pend()-Methoden registriert werden. Eine korrekte XML-Repräsentation zur Nutzung des
kompletten Modells kann über die Methode toXML() abgerufen werden.
Im Anhang B.3 werden die Möglichkeiten zur Interaktion zwischen Clientanwendungen
und dem WorkflowService bei der Arbeit mit den eigentlichen Prozeßinstanzen beschrie-
ben und weitere Implementierungsdetails besprochen. Eine ausführliche Schnittstellendo-
kumentation ist unter http://www.simplix.de zu finden.
Bei allen Operationen auf dem Metamodell und bei Modifikation der Objektdaten wird
implizit auf den im Abschnitt 6.3.2 beschriebenen Simplix SecurityService zugegriffen,
um die Einhaltung der geforderten Restriktionen zu gewährleisten. Jede Implementation
der WorkflowService API muß dieses Verhalten sicherstellen.
6.3.4 Der Simplix ExchangeService
ExchangeService
+ create() : ExchangeService
+ receiveRequest(xml : String, encoding : String) : String
<<Interface>>
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Abbildung 6.7: Die ExchangeService API
Der ExchangeService basiert auf der Verarbeitung von Nachrichten, die mit einer SimEx-
change Schemabeschreibung (vgl. Abschnitt 5.3.4) korrespondieren. Innerhalb des Dienstes
müssen die Nachrichten analysiert und an die entsprechenden Dienste weitergeleitet wer-
den, für den Endanwender geschieht dieser Prozeß vollkommen transparent, er erstellt le-
diglich die Nachricht und verschickt sie an den Server. Deshalb reduziert sich die öffentliche
Programmierschnittstelle lediglich auf die in Abbildung 6.7 dargestellte Klasse Exchan-
geService, die neben einer create()-Methode nur eine Methode receiveRequest() zur
Entgegennahme der Nachricht besitzt. Die in SimExchange definierten Nachrichten be-
stehen für jeden Nachrichtentyp aus einer Anfrage (engl. Request) und der zugehörigen
Antwort (engl. Response). Der Absender kann innerhalb einer Anfrage spezifizieren, ob
er an einer unmittelbaren Antwort interessiert ist. Dementsprechend verhält sich auch die
Methode receiveRequest() und liefert bei Bedarf eine entsprechend den Vorgaben in der
SimExchange Schemabeschreibung formatierte Nachricht oder aber eine leere Zeichenkette
zurück.
Der Zugriff auf den ExchangeService kann von jeder beliebigen Plattform aus erfolgen, wird
der Service von einer anderen J2EE-Komponente angesprochen, kommt als Transportpro-
tokoll das zur Kommunikation zwischen Enterprise JavaBeans spezifizierte RMI-IIOP
Protokoll zum Einsatz. Erfolgt der Zugriff von einer CORBA-Komponente aus, erfolgt
auch hier der Aufruf über IIOP. Sollen weitere Komponentenmodelle eingesetzt werden,
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kann auf das bereits im Abschnitt 6.2 erwähnte Simple Object Access Protocol (SOAP)
zurückgegriffen werden. Die eigentliche SimExchange-Nachricht wird dabei noch einmal
in eine SOAP-Nachricht eingebettet, da nur eine Schnittstellenmethode bedient werden
muß, gestaltet sich der Aufruf aus der Sicht des Anwendungsprogrammierers relativ ein-
fach. Der Aufruf über SOAP für eine SimExchange-Nachricht zum Erzeugen einer Proze-
ßinstanz ist im folgenden Quellcode-Beispiel dargestellt. Die noch vorläufige Spezifikation
von SOAP 1.1 kann in [70] nachgelesen werden.
Quellcode 1: Aufruf des ExchangeServices über eine SOAP-Message
<?xml version="1.0"?>
<SOAP-ENV:Envelope
xmlns:SOAP-ENV="http://schemas.xmlsoap.org/soap/envelope/"
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" >
<SOAP-ENV:Body>
<receiveRequest
xmlns="http://www.simplix.de/service/simexchange/1.0">
<!-- the WfMessage document wrapped in a CDATA section -->
<arg0 type="xsi:String"><![CDATA[
<?xml version="1.0" encoding="iso-8859-1"?>
<WfMessage
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation=
"http://www.simplix.de/service/simexchange/1.0 simexchange.xsd"
version="1.0d01"
xmlns="http://www.simplix.de/service/simexchange/1.0">
<WfMessageHeader>
<Request
responseRequired="Yes" responseLang="en"
sessionKey="87462OJKA81238JKL"/>
<Key>
http://www.simplix.de/service/simflow/instances/... \
... organizational/roomreservation
</Key>
</WfMessageHeader>
<WfMessageBody>
<CreateProcessInstance.Request/>
</WfMessageBody>
</WfMessage>
]]></arg0>
<arg1 type="xsi:String">iso-8859-1</arg1>
</receiveRequest>
</SOAP-ENV:Body>
</SOAP-ENV:Envelope>
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6.4 Modellierung von Simplix Domainmodellen
Die in den vorangegangenen Abschnitten vorgestellten Schnittstellen dienen der Model-
lierung der Metamodelle für die einzelnen Dienste und dem Zugriff auf die eigentlichen,
durch diese Modelle beschriebenen Objektdaten. Die Objektdaten selbst werden in ei-
nem Domainmodell abgebildet, das in einem Applikationsserver integriert ist. Dabei wer-
den die Serialisierungsmechanismen des Applikationsservers genutzt, das Domainmodell
basiert auf Entity Beans mit Container Managed Persistence, neben dem Zugriff über
einzelne von den Diensten bereitgestellte Methoden ist das Arbeiten mit entsprechenden
XML-Datenströmen in einem verteilten, heterogenen System zur Gewährleistung der In-
teroperabilität der einzelnen Servicekomponenten zwingend notwendig. Der Aufbau der
XML-Dokumente für die zu verwaltenden Objekte (z.B. Workflowinstanzen, Domainob-
jekte) korrespondiert mit den beschreibenden Metamodellen.
Zur Erstellung des Domainmodells sind die folgenden Arbeitsschritte notwendig:
• ein grundlegendes Sicherheitsmodell bildet den Ausgangspunkt der Modellierung
(siehe Abschnitt 6.4.1)
• die Grundlage für die einzelnen Prozeßabläufe bilden die eigentlichen Daten im Sy-
stem, deren Beschreibung und Bereitstellung werden im Abschnitt 6.4.2 besprochen
• die Sicht des Endanwenders spiegelt sich in Arbeitsabläufen wieder, die in den ent-
sprechenden Workflows modelliert werden (siehe Abschnitt 6.4.3)
Für die Entwicklung weiterer Dienste oder die Erstellung von Anwendungssoftware auf
der Basis des Simplix Kerns ist die Abbildung der Domainobjekte auf die entsprechen-
den XML-Datenstrukturen von besonderer Bedeutung, einen detaillierten Einblick gibt
Abschnitt 6.4.4
6.4.1 Bereitstellung eines grundlegenden Sicherheitsmodells
Bei der Erstellung eines neuen Projektes wird ein erstes SimSecurity Metamodell zur
Verfügung gestellt, das den mit allen generellen Privilegien ausgestatteten Superuser root
beschreibt. Diese Rolle besitzt die Berechtigungen zum Anlegen und Löschen von Rol-
len, dabei werden neu angelegte Rollen der root-Rolle untergeordnet (als subordina-
tes). Außerdem kann sie Rollen anderen Rollen unterordnen und den Rollen bestimmte
Rechte zuweisen. Eine ausführliche Beschreibung der Berechtigungen befindet sich in Ab-
schnitt 5.3.2, das Sicherheitsmodell selbst ist im Quellcode-Beispiel 2 auf der nächsten
Seite dargestellt.
Bei Änderungen an den einzelnen Metamodellen anderer Dienste tragen einerseits die
Dienstimplementierungen die Verantwortung für die implizite Aktualisierung des Sicher-
heitsmodells, andererseits können Veränderungen (z.B. das Hinzufügen neuer Rollen) auch
über entsprechende Administrationswerkzeuge realisiert werden, mögliche Ansätze werden
in Abschnitt 7.1 beschrieben.
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Quellcode 2: Sicherheitsrichtlinien für den Superuser root
<?xml version="1.0"?>
<simsecurity
name="Base Security Model"
id="basemodel_0000" version="1.0">
<role name="root">
<privileges>
<security>
<privilege name="CREATE_ROLE"/>
<privilege name="DELETE_ROLE"/>
<privilege name="GRANT_ROLE"/>
<privilege name="GRANT_PRIVILEGE"/>
<privilege name="REVOKE_ROLE"/>
<privilege name="REVOKE_PRIVILEGE"/>
</security>
</privileges>
<roles/>
</role>
</simsecurity>
6.4.2 Beschreibung und Veröffentlichung eines SimSchema Metamodells
Die Erstellung eines SimSchema Metamodells erfolgt mit Hilfe des im Abschnitt 5.3.1
beschriebenen Dokumentenformates. Die inhaltliche Gestaltung wird im Rahmen der Pro-
jekteinführung mit den üblichen Arbeitsmitteln, wie beispielsweise einem Pflichtenheft,
durchgeführt und ist nicht Gegenstand der vorliegenden Arbeit. Auf Grund des flexiblen
Ansatzes von Simplix kann die Modellierung auch für kurzfristige Projekte schnell und
individuell erfolgen. Ein Ablauf könnte sich in die folgenden Schritte gliedern:
1. Erstellung eines Pflichtenheftes zur Beschreibung der zu verwaltenden Entitäten und
Beschreibung eines Sicherheitskonzeptes für die einzelnen Entitäten
2. Umsetzung des Pflichtenheftes mit den Mitteln der objektorientierten Modellierung,
Erstellung der entsprechenden UML-Diagramme
3. Generierung des XML-basierten Metamodells aus den UML-Diagrammen, Berück-
sichtigung des Sicherheitskonzeptes, Erweiterung des SimSecurity Metamodells
Zur Demonstration der Möglichkeiten von Simplix wurde ein Domainmodell entworfen,
das auf den Bereich des kaufmännischen Facility Managements orientiert ist. Eine Über-
blicksdarstellung in Form eines Paketdiagramms in Abbildung 6.8 auf der nächsten Seite
zeigt den Aufbau des Metamodells. Die einzelnen Klassen (class-Elemente) sind in Grup-
pen gegliedert, um die Übersichtlichkeit des Domainmodells zu erhöhen. Neben den für
das Immobilienmanagement notwendigen Klassen im Paket realestate werden beispiels-
weise auch Geometriedaten im Paket geometry abgebildet, die sich vom Aufbau her am
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Abbildung 6.8: Paketdiagramm eines Domainmodells
STEP Application Protocol 225 (vgl. [13]) orientieren. Damit wird demonstriert, daß bei
einem auf Metamodellierung basierenden Ansatz die Abbildung von spezifischen Produkt-
modellen (STEP Anwendungsprotokolle, IFC Module etc.) problemlos möglich ist.
In Abbildung 6.9 auf der nächsten Seite wird das Kernmodel zur Verwaltung von Liegen-
schaften im Detail dargestellt. Die einzelnen Klassen besitzen Datenelemente, die soge-
nannten slots, die aus Gründen der Übersichtlichkeit ausgeblendet wurden. Zwischen den
einzelnen Klassen existieren Beziehungen, die auch im Metamodell abgebildet werden. Bei
den Beziehungen werden neben dem Namen die slot-Elemente für die Verknüpfungen und
die Kardinalitäten abgebildet. So besteht zwischen den Klassen Location und Site eine
Beziehung Location-Sites, bei der eine Location (ein Standort) mehrere Grundstücke
(Sites) besitzt, bei der Beziehung handelt es sich um eine (1:n)-Beziehung. Die gegensei-
tigen Referenzen werden in den slot-Elementen location und sites gespeichert.
6.4. Modellierung von Simplix Domainmodellen 105
Location Site0..*
+location +sites
Location-Sites
Building
Site-Buildings
BuildingSection
Building-BuildingSections
SubLevel
Room
FloorSection
StructureStructureAssembly
BuildingLevel
Building-BuildingLevels
BuildingSection-BuildingLevels
BuildingLevel-StructureAssemblies
StructureAssembly-Structures
BuildingLevel-SubLevels
BuildingLevel-FloorSections
SubLevel-FloorSections
FloorSection-Rooms
File: D:\Profile\carsten\Eigene Dateien\Promotion\Realisierung\Modelle\simplix.mdl    17:04:08 Dienstag, 11. November 2003    Class Diagram: 
realestate / Realestate Overview  Page 1
Abbildung 6.9: Detaillierte Darstellung des realestate Packages
Nach der Modellierung mit Hilfe der UML erfolgt die Generierung des Metamodells. Wird
ein professionelles CASE-Werkzeug genutzt, kann dieses in der Regel über Skripte (z.B. Vi-
sual Basic for Applications im verwendeten Rational Rose) oder über Plugins (z.B. Eclipse
mit UML-Unterstützung und Java-Erweiterungen) angepaßt werden. Da die Modellierung
in XML erfolgt, kann selbstverständlich auch ein XML-Editor zum Einsatz kommen. Das
Ergebnis der Modellierung ist ein XML-Dokument, im Quellcode-Beispiel 3 sind die beiden
Klassen Location und Site und die Beziehung (association) zwischen ihnen dargestellt.
Quellcode 3: Abbildung von Klassen des realestate-Packages in XML
<?xml version="1.0" encoding="iso-8859-1"?>
<simschema>
<classes>
<class name="Location" supertype="BaseEntity" group="realestate">
<slots>
<slot name="code" type="STRING"/>
<slot name="name" type="STRING"/>
<slot name="sites" type="SIMCLASS_SEQUENCE" classtype="Site"/>
</slots>
</class>
<class name="Site" supertype="BaseEntity" group="realestate">
<slots>
<slot name="code" type="STRING"/>
<slot name="location" type="SIMCLASS" classtype="Location"/>
</slots>
</class>
</classes>
<associations>
<association name="Location-Sites">
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<endpoint name="Location has Sites" multiplicity="one">
<classref name="Location"/>
<slotref name="sites"/>
</endpoint>
<endpoint
name="Site of a Location" multiplicity="many" composition="true">
<classref name="Site"/>
<slotref name="location"/>
</endpoint>
<selectors>
<slotforward name="code" pattern="*"/>
</selectors>
</association>
</associations>
</simschema>
Das Metamodell muß nun in ein Domainmodell auf der Basis von Entity Beans überführt
werden. Neben der Codegenerierung aus dem CASE-Werkzeug heraus bietet sich noch
eine weitere Möglichkeit: das XML-Metamodell enthält die komplette Beschreibung des
Domainmodells. Diese Beschreibung kann mit Hilfe eines XSLT-Stylesheets transformiert
werden. Dabei werden alle im Schema enthaltenen Klassen (class-Elemente) zu Java-
Quellcode transformiert, so entsteht aus der bereits erwähnten Klasse Site die Datei Si-
teBean.java in einem zum angegebenen Paket passenden Unterverzeichnis. Der Quellco-
de enthält zusätzlich zu allen slot-Elementen korrespondierende get()/set()-Methoden.
Außerdem werden Zusatzinformationen für die Weiterverarbeitung mit dem Codegenera-
tor XDoclet2 erzeugt.
Nach erfolgreicher Transformation und Codegenerierung kann der Code compiliert werden
und gemäß der J2EE-Spezifikation in einem entsprechenden Enterprise Application Ar-
chive zur Veröffentlichung im Applikationsserver bereitgestellt werden. Für diesen Prozeß
ist in der Regel kein Eingriff in den Code notwendig, mit entsprechender Werkzeugun-
terstützung ist die komplette Generierung des XML-Metamodelles, der Java-Klassen und
des fertigen Domainmodells vom UML-Modell aus denkbar. Im Rahmen der kommen-
den UML 2.0 Spezifikation wird diese Herangehensweise als Model Driven Architecture
beschrieben.
6.4.3 Erstellung von Prozeßbeschreibungen
Im Rahmen einer prozeßorientierten Facility Management Anwendung sind für die einzel-
nen Arbeitsabläufe Workflows zu definieren, in denen die Anwender nur mit den tatsächlich
notwendigen Daten des SimSchema Modells arbeiten. Zur Modellierung der Prozesse emp-
fiehlt sich die Nutzung der Sprachmittel der UML, mit Hilfe von Aktivitätsdiagrammen
können die einzelnen Arbeitsschritte und Bedingungen innerhalb einer Prozeßkette visuali-
siert werden. Zusätzlich können den einzelnen Aktivitäten die im SimSchema Metamodell
definierten Klassen zugeordnet werden.
2Attributorientierte Programmierung in Java, http://xdoclet.sourceforge.net/
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Abbildung 6.10: Aktivitätsdiagramm zur Reservierung/Nutzung eines Veranstaltungsraumes
Ein Beispiel zur Definition eines Workflows zur Reservierung eines Veranstaltungsraumes
ist in Abbildung 6.10 dargestellt. Der Aktivität Reserve a room ist dabei die bereits im
SimSchema Metamodell definierte Klasse Reservation zugeordnet. Allen anderen Akti-
vitäten können ebenfalls Klassen zugeordnet werden, deren Objektinstanzen dann in den
eigentlichen Workflow integriert werden.
Ausgehend von den erstellten UML-Diagrammen kann nun die SimFlow-Beschreibung in
XML korrespondierend zur Schemadefinition in Abschnitt 5.3.3 modelliert werden. Neben
der Generierung in einem CASE-Tool kann die Beschreibung auch in einem XML-Editor
erfolgen. Eine Automatisierung dieses Prozesses ist erstrebenswert, da aber Workflow Ma-
nagement Systeme (trotz der Bemühungen der OMG oder der WfMC) wenig standardisiert
sind, stehen lediglich proprietäre Werkzeuge einzelner Hersteller zur Verfügung. Mit einer
angestrebten Standardisierung bei der Beschreibung von Prozeßdefinitionen auf der Basis
wohldokumentierter XML-Dialekte (vgl. dazu auch [28]) könnte die herstellerunabhängige
und standardisierte Beschreibung von Workflowdefinitionen wesentlich vereinfacht werden.
Ein Ausschnitt eines aus Abbildung 6.10 abgeleiteten Metamodells ist in Quellcode-Bei-
spiel 4 auf der nächsten Seite dargestellt. Er enthält die Aktivität mit dem Namen "Re-
serve a room", die eine Anwendung mit dem Namen "Reservation of a room" aufruft.
Innerhalb der Anwendung erfolgt dann die Erzeugung einer Instanz der Klasse "organi-
zation.Reservation", die in weiteren Arbeitsschritten genutzt wird.
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Quellcode 4: Ausschnitt aus einem Workflow zur Raumreservierung
<simflow>
<application
id="application.actionform.reservation"
name="Reservation of a room">
<service name="Reservation Formular"
system="HTTP" command="/web/forms/actionform">
<arg name="simclass" value="Reservation"/>
</service>
<outputdata processDataID="simclass.reservation"/>
</application>
<processdata id="simclass.reservation" type="SIMCLASS"
name="organization.Reservation"/>
<workflow
id="roomreservation"
name="Reservation and Use of a Room">
<activity id="make_reservation" name="Reserve a room"
participantID="basicmodel.teammanagers">
<join mode="AND"/>
<implementation>
<applicationlist>
<tool applicationID="application.actionform.reservation"/>
</applicationlist>
</implementation>
<split><and/></split>
</activity>
</workflow>
</simflow>
6.4.4 Abbildung der Prozeßinstanzen und Domainobjekte auf XML
Neben der Erstellung der einzelnen Metamodelle mit Hilfe von XML können ebenfalls alle
Objekte innerhalb des Domainmodells mit XML repräsentiert werden, um den reibungs-
losen Datenaustausch zwischen einzelnen Komponenten auch über Systemgrenzen hinweg
zu ermöglichen.
Neben der direkten Modifikation über RMI-IIOP Methodenaufrufe von Instanzen über
die im Abschnitt 6.3.1 vorgestellten Schnittstellen der Klassen Instance, Instances, In-
stanceSet, MixedSet und SlotMap können diese Daten auch über den Austausch von
XML-Dokumenten erzeugt oder manipuliert werden. Außerdem werden die relevanten Da-
ten in Form von XML-Bäumen innerhalb von Workflow-Nachrichten im ExchangeService
verarbeitet. Der Aufbau der XML-Dokumente läßt sich aus der Definition im SimSchema
Metamodell ableiten, dazu gelten die folgenden Richtlinien:
Dokumentwurzel: Für alle über InstanceSet und MixedSet geladenen Instanzen wird
ein Wurzelelement <instances> erzeugt, es enthält die folgenden Namensräume:
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• xmlns="http://www.simplix.de/instances/1.0" enthält alle im XML-Do-
kument enthaltenen Elemente des XML-Bindings von Simplix
• xmlns:xsd="http://www.w3.org/2001/XMLSchema" enthält die einzelnen Da-
tentypen gemäß der XML Schema Definition
• xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" beinhaltet ein-
zelne Elemente der XML Schema Definition
Außerdem wird die Dokumentwurzel durch die drei folgenden Attribute näher be-
schrieben:
• das Attribut created enthält einen Zeitstempel, der die Erstellung des XML-
Dokuments angibt, das Format entspricht dem Aufbau eines Zeitstempels in
der XML Schema Spezifikation [65]
• modified zeigt die letzte Änderung am XML-Dokument an, das Format ent-
spricht dem Aufbau eines Zeitstempels in der XML Schema Spezifikation [65]
• die Version des XML-Datenstroms wird im Attribut version angegeben, bei
verteiltem und zeitversetzten Arbeiten kann neben den beiden Zeitstempeln an
Hand der Versionsnummer eine Entscheidung über die Konsistenz der beschrie-
benen Daten getroffen werden
Objektinstanzen: Die einzelnen Objektinstanzen werden als XML-Elemente unterhalb
des Wurzelelementes eingefügt, der Elementname entspricht dem Namen der class-
Instanz
Objektidentifikator: Das key-Element der einzelnen Klassen wird als Attribut der ein-
zelnen Objektinstanzen beschrieben, dabei entspricht der Name des key-Elements
dem Attributnamen, sein Wert ist der eigentliche Schlüsselwert
Slotwerte: Für die Datenelemente der einzelnen Klassen wird dem jeweiligen Element
der Objektinstanz ein Subelement <slots> zugeordnet, das alle Slotwerte enthält:
• der Name des jeweiligen Elements entspricht dem Slotnamen
• jedes Slotelement besitzt ein Attribut xsi:type, das den Datentyp des Slots
gemäß der XML Schema Spezifikation beschreibt
• der Inhalt der einzelnen Elemente entspricht dem Slotwert
Assoziationen: Die in den Metamodellen spezifizierten Assoziationen werden als gerich-
tete Graphen aufgefaßt, bei denen der erste endpoint immer das übergeordnete Ele-
ment spezifiziert. Die den Endpunkten der Assoziationen zugeordneten Slots werden
als eigene Subelemente direkt unter dem Element der entsprechenden Objektinstanz
abgebildet und enthalten als Kindelemente die assoziierten Objektinstanzen.
Im Quellcode-Beispiel 5 auf der nächsten Seite ist ein Auszug aus einem XML-Dokument
dargestellt, der auf dem in Abbildung 3 auf Seite 105 vorgestellten Domainmodell basiert.
Eine Building-Instanz besitzt einige Slots (z.B. name) und eine assoziierte Adresse im
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Slot address, dessen Subelement die Instanz Address bildet. Die zum Gebäude gehören-
den Gebäudeabschnitte werden über den Slot buildingLevels abgebildet, der mehrere
Kindelemente vom Typ BuildingLevel enthält. Die Schachtelung des Dokumentes ent-
spricht dem Aufbau des Domainmodells und der Menge der angeforderten bzw. erstellten
Elemente.
Quellcode 5: XML-Binding für SimSchema Instanzen
<instances xmlns="http://www.simplix.de/instances/1.0"
xmlns:xsd="http://www.w3.org/2001/XMLSchema"
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
created="2003-11-12T22:38:25.000+02:00"
modified="2003-11-12T23:47:52.000+02:00"
version="2">
<Building id="46rz68j78">
<slots>
<code xsi:type="xsd:string">1111</code>
<owner xsi:type="xsd:string">Freistaat Sachsen</owner>
<name xsi:type="xsd:string">Beyerbau</name>
</slots>
<adress>
<Address id="32t6de345">
<slots>
<city xsi:type="xsd:string">Dresden</city>
<zipCode xsi:type="xsd:string">01062</zipCode>
<street xsi:type="xsd:string">George-Baehr-Str. 1</street>
</slots>
</Address>
</adress>
<buildingLevels>
<BuildingLevel id="ghz562ui2">
<slots>
<code xsi:type="xsd:string">01</code>
<buildingCode xsi:type="xsd:string">1111</buildingCode>
</slots>
<floorSections>
<FloorSection id="we678w21m">
<slots>
<code xsi:type="xsd:string">a1</code>
<buildingCode xsi:type="xsd:string">1111</buildingCode>
<levelCode xsi:type="xsd:string">01</levelCode>
<description xsi:type="xsd:string">Erdgeschoß</description>
</slots>
</FloorSection>
</floorSections>
</BuildingLevel>
</buildingLevels>
</Building>
</instances>
Kapitel 7
Zusammenfassung und Ausblick
Der Begriff Facility Management bezeichnet eine Facette des unternehmerischen Manage-
ments, die es zum Ziel hat, die unternehmerischen Aktivitäten durch die Bereitstellung
von Infrastruktur, Technologien und Diensten zu unterstützen. Dieser Prozeß reicht für
bauliche Objekte von der Erstellung der Planungsunterlagen über die Nutzung des Objek-
tes und sich dabei ergebende Umbau- und Sanierungsmaßnahmen bis hin zum Abriß. Das
wesentliche Ziel ist dabei aus betriebswirtschaftlicher Sicht die qualitative Verbesserung
der Nutzungseigenschaften bei gleichzeitiger Minimierung des Aufwands und eine dadurch
erzielte Wertschöpfung.
Eine Einbettung von Facility Management in die laufenden Prozesse eines Unternehmens
oder eines Unternehmensverbundes wird durch die Einführung eines leistungsfähigen, fle-
xiblen und zukunftssicheren Computer Aided Facility Management Systems wesentlich
unterstützt. Trotz der enormen strategischen Bedeutung eines CAFM-Systems für die
Umsetzung der Anforderungen eines prozeßorientierten Facility Managements (siehe Ab-
schnitt 1.1) haben sich auf diesem Gebiet noch keine durchgängigen Standards etabliert,
mit hohem Aufwand angepaßte Einzellösungen sind die Regel, verletzen aber die Forde-
rung nach Investitionssicherheit unabhängig von den proprietären Speziallösungen einzel-
ner Hersteller.
Als Beispiel für die proprietäre Integration verschiedener Insellösungen sei auf einen Artikel
im Fachmagazin ”Inventor Magazin“ auf S.10ff [11] verwiesen. Eine Integration der Pla-
nungssoftware Autodesk Inventor, dem Finite-Elemente-Programm ANSYS Design Space
und der Tabellenkalkulation Microsoft Excel bietet eine kurzfristige proprietäre Lösung,
deren Funktionalität nur bis zu einem Versionswechsel eines der beteiligten Produkte ga-
rantiert werden kann. Trotz des Wunsches, daß ”auch andere Hersteller davon profitieren“
(ebenda, S.12) können, enthält der Artikel keine Hinweise auf den Einsatz von Standards.
Auch der Hinweis ”von Mai bis August 2002 dauerte es, bis die Programme miteinander
harmonierten“(ebenda, S.12) zeigt, wie dringend eine Etablierung von Standards ist, um
den Lebenszyklus von Produkten, Bauwerken und anderen Facilities im Rahmen der Pro-
zeßabläufe eines Unternehmens oder einer Organisation wirklich effektiv unterstützen zu
können.
Untersuchungen zum Einsatz von CAFM-Systemen belegen die Notwendigkeit einer Pro-
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zeßorientierung weg von der reinen datenorientierten Sicht. Zur Umsetzung dieser Forde-
rung spielen die innerhalb der einzelnen Workflows zwischen den einzelnen Modulen auch
über System- und/oder Unternehmensgrenzen hinweg ausgetauschten Daten und die da-
mit verbundene Frage des Datenaustausches eine entscheidende Rolle. Dabei wird in der
Informatik zwischen den eigentlichen Datenformaten und Schnittstellen zur Beschreibung
des Verhaltens einzelner Softwarebausteine unterschieden (vgl. Ausführungen in Abschnitt
2.1). Zur Entwicklung von leistungsfähigen und standardisierbaren Schnittstellen empfiehlt
sich die Anwendung der Methoden der objektorientierten Softwareentwicklung.
Die Softwaretechnik nutzt dazu unter anderem die Mittel der Unified Modeling Langua-
ge (UML), mit deren Hilfe Anwendungsfälle modelliert werden können, aus denen dann
der Entwurf der eigentlichen Komponenten in Klassendiagrammen abgeleitet werden kann.
Der Ablauf einzelner Prozesse kann in Aktivitätsdiagrammen visualisiert werden. Während
des gesamten Entwicklungsprozesses können einzelne, wiederkehrende Probleme durch den
Einsatz von Softwaremustern gelöst werden. Die Modellierung eines verteilten prozeßori-
entierten Facility Management Systems baut beispielsweise auf dem Broker Muster auf,
das zur Strukturierung verteilter Softwaresysteme mit entkoppelten Komponenten genutzt
werden kann. Zum Entwurf der einzelnen Dienste von Simplix wird eine komponenten-
orientierte Architektur auf der Basis von Enterprise JavaBeans genutzt, deren Aufbau in
Abschnitt 2.4.3 beschrieben wurde.
Neben den Standards der Softwareentwicklung und -architektur existieren Geschäftsstan-
dards, deren Nutzung im Rahmen der modernen Bürokommunikation von grundlegender
Bedeutung sein sollte. Allerdings werden oft proprietäre Lösungen bei der Kommunika-
tion zwischen den einzelnen Systemen eingesetzt, da existierende Standards sich bisher
nicht befriedigend durchsetzen konnten. Einen aussichtsreichen Ansatz bieten die Emp-
fehlungen der Workflow Management Coalition zur Modellierung von Prozessen und deren
Ablaufumgebungen, der Einsatz von XML als Mittel zum Datenaustausch zwischen den
einzelnen Komponenten und zur Beschreibung der Metamodelle der Dienste von Simplix
garantiert eine flexible und zukunftssichere Entwicklungsgrundlage.
Die Konzeption eines prozeßorientierten Facility Management Systems in Kapitel 5 basiert
auf Projekterfahrungen des Arbeitskreises Objekte (AKO), der eine erste Schnittstellen-
spezifikation zur Beschreibung von Datenmodellen mit Hilfe eines Metamodells und zur
Bearbeitung der so klassifizierten Datenobjekte entworfen hat. In weiteren Forschungsar-
beiten wurden Ansätze der Workflow Management Coalition in einem verteilten Szenario
auf der Basis von CORBA mit dem Schnittstellenmodell von AKO kombiniert (vgl. dazu
Abschnitt 4.3). Für den Aufbau eines grafischen Informationssystem, dessen besondere
Herausforderungen in der Gewährleistung der Aktualität der präsentierten Daten und der
flexiblen Integration neuer Informationsbestände liegen, wurde eine mehrschichtige Archi-
tektur mit XML als Beschreibungssprache für die zu visualisierenden Daten aufgebaut und
getestet.
Zur Gewährleistung der korrekten Umsetzung der Anforderungen an Simplix wurden
in Abschnitt 5.1 entsprechende Anwendungsfälle modelliert, die die grundlegenden Funk-
tionalitäten der einzelnen Dienste abbilden. Um eine herstellerneutrale Beschreibung der
Funktionalitäten der einzelnen Dienste zu realisieren, muß jeder in Simplix integrierba-
re Dienst ein XML Schema besitzen, das den Aufbau des zugrundegelegten Metamodells
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beschreibt. Die einzelnen Metamodelle beschreiben die eigentlichen Domainmodelle. Für
den Simplix Kern existieren vier Dienste:
• der SecurityService wird durch das SimSecurity Model beschrieben, dieser Dienst
bildet die Aspekte der Zugriffskontrolle für alle anderen Dienste ab
• das SimSchema Model beschreibt das Domainmodell mit den eigentlichen Objekt-
daten, der Zugriff erfolgt über den SchemaService
• Prozeßdefinitionen und der Zugriff auf die einzelnen Workflow-Instanzen werden im
WorkflowService verwaltet, die Beschreibung erfolgt an Hand des SimFlow Models
• zum Austausch von Workflow-Nachrichten dient der ExchangeService, das Format
der Nachrichten wird im SimExchange Model festgelegt
Die einzelnen Metamodelle wurden im Abschnitt 5.3 besprochen, der Entwurf der korre-
spondierenden Dienste und deren Schnittstellen erfolgte im Abschnitt 6.3. Die eigentlichen
Domainobjekte können ebenfalls mit Hilfe von XML beschrieben werden, ein entsprechen-
des XML-Binding ist im Abschnitt 6.4.4 beschrieben.
Der vorgestellte Ansatz setzt auf die Integration existierender Standards, die eigentlichen
Produktmodelle sind nicht Gegenstand der Spezifikationen, da sie sehr änderungsanfällig
sind und die Begrifflichkeiten und Erfordernisse je nach Branche sehr unterschiedlich sind.
Jede Neuausrichtung eines Unternehmens oder Projektverbundes führt zu Verschiebungen
des Kerngeschäftes, dadurch ergeben sich zwangsweise Änderungen im verwendeten Pro-
duktmodell. Spezifikationen, die eine Endanwendersicht (das Produktmodell) zur Basis
haben, sind als fragil einzustufen. Eine Integration aller Details der zukünftigen Nutzer
führt zu häufigen Spezifikationswechseln bzw. zu einem schnell ausufernden Umfang. Bei
einer Modellierung mit Metamodellen werden hingegen nur der Aufbau und die Eigen-
schaften der eigentlichen Objektmodelle beschrieben, die Metamodelle dienen der Inter-
pretation der Datenobjekte. Eine Standardisierung auf dieser Ebene stellt einen wesentlich
erfolgversprechenderen Ansatz dar.
Zum Austausch der Daten zwischen den einzelnen Komponenten wird konsequent XML
eingesetzt, die Empfehlungen des W3C sind dabei ein anerkannter Industriestandard,
zahlreiche Werkzeuge können zur Implementierung eigener Anwendungen genutzt werden.
Mit der Beschreibungssprache XML können eigene Metasprachen relativ einfach definiert
werden. Ein wesentlicher Vorzug gerade bei der Kommunikation zwischen Komponenten
verschiedener Anbieter in heterogenen Hard- und Softwareumgebungen ist der selbstbe-
schreibende Aufbau eines XML-Dokumentes. Die Spezifikation der einzelnen Dienste von
Simplix bietet damit ein sehr großes Entwicklungspotential beim Einsatz in verteilten
Systemen. Die einfache Handhabbarkeit von XML in Verbindung mit automatisierten Ver-
arbeitungsketten über XSLT garantiert ein hohes Maß an Flexibilität bei der Anpassung,
Erweiterung und Kombination einzelner Komponenten.
Bei der Umsetzung der Ideen in einem prototypischen Ansatz steht der Einsatz von frei
verfügbarer bzw. als Open Source veröffentlichter Software im Mittelpunkt, um einem
größeren Interessentenkreis die Mitwirkung bei der Realisierung der in Simplix formu-
lierten Gedanken zu ermöglichen.
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Die Entwicklung von Produktmodellen stand nicht im Vordergrund der vorliegenden Ar-
beit. Eine Umsetzung von Arbeitsabläufen in geeignete Workflows war ebenfalls nicht Ge-
genstand der Ausführungen. Konkrete Domainmodelle und Prozeßbeschreibungen wurden
lediglich zu Demonstrations- und Testzwecken entworfen. Eine Erweiterung der einzelnen
Objektmodelle im Rahmen einer Musterimplementierung könnte aber mit Sicherheit die
Akzeptanz der gewählten Lösung erhöhen.
7.1 Entwicklung von Benutzerschnittstellen und Clientkom-
ponenten
Beim Entwurf der Kernkomponenten von Simplix stand die Entwicklung von Benutzer-
schnittstellen und Clientkomponenten nicht im Vordergrund. Die Schnittstellen wurden so
entworfen, daß Anwendungen nur über wohldefinierte Methoden auf die Meta- und Do-
mainmodelle zugreifen können und daß die Schnittstellenimplementierung die volle Ver-
antwortung für einen konsistenten Zustand der beteiligten Instanzen trägt. Die Clientsoft-
ware sollte nicht in der Lage sein, ungültige oder fehlerhafte Meta- und Objektmodelle
über einen in Simplix integrierten Dienst erzeugen zu können.
Die Entwicklung von Benutzerschnittstellen für verteilte Anwendungen ist eng mit der
Wahl des zugrundeliegenden Transportprotokolls verbunden. Mit dem gewählten Übertra-
gungsmechanismus sind selbstverständlich Einschränkungen verbunden, die beim Entwurf
der Benutzerschnittstellen berücksichtigt werden müssen. Im Umfeld von Internet-gestütz-
ten Anwendungen auf der Basis von J2EE werden zwei Protokolle eingesetzt:
• das RMI-IIOP1 ermöglicht entfernte Objektaufrufe über entsprechende Stubs und
Skeletons auf den eigentlichen Serverobjekten, in der Regel wird es bei Anwendungen
zum Einsatz kommen, die eng mit dem eigentlichen Simplix Kern in einem Intranet
verbunden sind
• das HTTP2 ist ein einfaches, zustandsloses Protokoll, das vor allem bei der Er-
stellung von Webapplikationen auf der Basis von HTML zum Einsatz kommt, die
Kommunikation über Intranetgrenzen (und Firewalls) hinweg ist in der Regel oh-
ne Einschränkungen möglich, die Grundlage bildet der Anfrage/Antwort-Kreislauf
(engl. request/response cycle) zwischen Client und Server
Die Entwicklung von Anwendungen, denen das RMI-IIOP zu Grunde liegt, unterschei-
det sich wenig von der klassischen Anwendungsentwicklung, lediglich die Erzeugung der
Serverobjekte erfolgt über spezielle Mechanismen (Abfrage eines Naming and Directory
Services zum Erhalt der Objektreferenzen). Eine detaillierte Beschreibung von RMI-IIOP
und JNDI3 findet man in [61], S. 491ff. Nach dem Erhalt der Objektreferenzen sind für
den Anwendungsentwickler keine speziellen Maßnahmen zu treffen, um die entsprechen-
de Software zu erstellen. Ein bevorzugtes Einsatzgebiet ist die Abarbeitung komplexer
1Remote Method Invocation over Internet Inter-ORB Protocol
2Hypertext Transfer Protocol
3Java Naming and Directory Service
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Problemstellungen, wie zum Beispiel die Modellierung von Metamodellen oder häufige
Datenmanipulationen verschiedener Domainobjekte, bei denen innerhalb einer Bildschirm-
oberfläche intensive Lese- und Schreiboperationen durchgeführt werden. Die Nutzung eines
einfachen Request/Response-Kreislaufes, bei dem alle innerhalb der Oberfläche gleichzeitig
dargestellten Objektinstanzen aktualisiert werden müßten, ist dabei nicht effizient genug.
Beim Entwurf eigener Anwendungsprogramme werden oft Anforderungen ermittelt, die
sich mit denen anderer Applikationen decken. Um Mehrfachentwicklungen zu vermeiden,
ist eine Anwendung des Komponentenkonzeptes aus Abschnitt 2.4 auch in diesem Be-
reich sinnvoll. Das Konzept der Erstellung selbständiger Komponenten, die zu neuer, auf
spezielle Anwenderbelange abgestimmter, hoch spezialisierter Software kombiniert werden
können, wird bei der Erstellung von sogenannten Plugins angewandt. Ein Beispiel für eine
auf Plugins aufbauende Softwarearchitektur ist das maßgeblich von IBM geförderte Eclip-
se-Projekt4, das sich für die Entwicklung komponentenbasierter Clientsoftware anbietet.
Eclipse Platform
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Help
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Platform Runtime
Abbildung 7.1: Die Architektur von Eclipse
Der in Abbildung 7.1 dargestellte Aufbau von Eclipse verdeutlicht den komponentenba-
sierten Ansatz. Dabei werden grundlegende Funktionalitäten von der auf der Laufzeitum-
gebung der Plattform aufbauenden Workbench zur Verfügung gestellt. Die Workbench ist
ein Framework mit grafischer Benutzeroberfläche, die verschiedene Perspektiven zur Rea-
lisierung spezieller Aufgaben verwaltet. Die Perspektiven bilden die Sicht auf das gerade
aktuelle Inhaltsmodell (z.B. ein zu entwickelndes Plugin). Alle anderen in Abbildung 7.1
dargestellten Elemente sind optional, das Erscheinen einer auf Eclipse-Plugins basierenden
Anwendung kann sehr flexibel an die Anforderungen der Endanwender angepaßt werden.
Für die weitere Entwicklung von Simplix wären beispielsweise folgende Plugins denkbar:
• Plugins zur grafischen Bearbeitung der einzelnen Metamodelle, neben einer baumar-
tigen Darstellung der Struktur der jeweiligen XML-Metamodelle könnte ein grafi-
4Details unter http://www.eclipse.org
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scher Editor entworfen werden, der zur Modellierung der einzelnen Elemente an-
gewendet werden kann (ähnlich der Vorgehensweise beim grafischen Entwurf eines
UML-Klassendiagramms)
• eine grafische Benutzeroberfläche mit Formularen zur Verwaltung von Objektinstan-
zen des durch das entsprechende SimSchema beschriebenen Domainmodells
• zur Bearbeitung von Prozeßinstanzen, von innerhalb der einzelnen Workflows defi-
nierten Aktivitäten und zur Verwaltung von Arbeitsaufgaben könnte eine auf dem
WorkflowService aufbauende Anwendung zum Einsatz im Endanwenderbereich ent-
stehen
Die Umsetzung von Benutzerschnittstellen über eine Webanwendung bietet gegenüber den
bereits besprochenen Desktopanwendungen einen weitgehend ortsunabhängigen Zugriff
auf die verwalteten Ressourcen, Probleme beim Übergang vom Intranet in das Extranet
bestehen in der Regel nicht, die Einbettung der Anwendung in entsprechende Sicherheits-
richtlinien (Zugriffsschutz, Firewalls etc.) gestaltet sich relativ problemlos. Gerade beim
eher sporadischen Zugriff auf die verwalteten Domainmodelle auch über unterschiedliche
Endgeräte ist dem Einsatz einer Webanwendung der Vorzug zu geben.
Zur Erstellung einer webbasierten Benutzerschnittstelle wird der Einsatz eines Frame-
works empfohlen. Bei einem Framework handelt es sich um ein Architekturmuster (vgl.
Ausführungen im Abschnitt 2.3). Ein Framework besteht aus einer Menge kooperieren-
der Klassen, die ein wiederverwendbares Design für einen spezifischen Anwendungsbe-
reich vorgeben, beim Einsatz im Web kommt innerhalb des Frameworks das Model-View-
Controller-Architekturmuster zum Einsatz, das eine interaktive Anwendung in drei Kom-
ponenten unterteilt. Das Modell enthält die Kernfunktionalität und die Daten. Ansichten
(engl. views) präsentieren dem Anwender Informationen. Kontrollkomponenten sind für
die Bedieneingaben verantwortlich. Ansichten und Kontrollkomponenten zusammen um-
fassen die Bedienschnittstelle. Ein Mechanismus zur Benachrichtigung über Änderungen
(engl. change propagation mechanism) sichert die Konsistenz zwischen der Bedienschnitt-
stelle und dem Modell (siehe [48], Seite 124ff). Innerhalb einer Webanwendung erfolgt der
Einsatz des Musters in leicht abgewandelter Form als Model 2 wie in Abbildung 7.2 auf
der nächsten Seite dargestellt.
Die Entwicklung von Webanwendungen für Simplix kann mit Hilfe des populären Web-
Frameworks Struts5, einem Bestandteil des Apache Jakarta Softwareprojekts, erfolgen.
Struts ist ein aktionsgesteuertes Rahmenwerk, das auf dem Model 2 Paradigma aufbaut
und sich stark an den Besonderheiten des HTTP und dem damit verbundenen Respon-
se/Request-Kreislauf orientiert. Die Funktion des Controllers übernehmen sogenannte Ak-
tionen (engl. Actions), in denen die Geschäftslogik implementiert ist. Die Aktion interpre-
tiert den Request, erzeugt die Modellklassen und leitet die Ergebnisse an die Views weiter.
Als Viewelemente können z.B. Java Server Pages dienen.
Für die Entwicklung von Benutzerschnittstellen für Simplix wären die folgenden Einsatz-
gebiete denkbar:
5Details unter http://jakarta.apache.org/struts
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Abbildung 7.2: Die Model 2 Architektur
• Webanwendungen zur Abfrage des Domainmodells und zur Erzeugung entsprechen-
der Reports, dabei kann die Ausgabe zuerst über XML und dann über entsprechen-
de XSLT-Stylesheets für die gewünschten Endgeräte generiert werden (HTML, PDF
etc.)
• Bereitstellung von Webformularen zur Ad-Hoc Datenerfassung, wie zum Beispiel die
Generierung eines Formulars zur Reservierung eines Veranstaltungsraumes für den
Beispielworkflow in Abschnitt 6.4.3
• Zugriff auf Workflows, Arbeitslisten und die zugehörigen Prozeßdaten über entspre-
chende Webanwendungen
Dabei könnten Teilbereiche der Erstellung von Simplix Webanwendungen automatisiert
werden. Aus den einzelnen Metamodellen könnten standardisierte Webformulare (aus Sim-
Schema Modellen), Aktionsdefinitionen (aus SimFlow Modellen) und Regeln zur Zugriffs-
steuerung (aus SimSecurity Modellen) abgeleitet werden, da alle Modelle als XML-Doku-
mente vorliegen. Zur Generierung der entsprechenden Quellcodes bietet sich der Einsatz
von XSLT-Stylesheets an, bei Änderungen an den Metamodellen können die entsprechen-
den Webanwendungen schnell und automatisiert nachgeführt werden.
7.2 Komponenten zur Integration von Fremdsoftware
Im Facility Management werden im allgemeinen Softwareprodukte der folgenden Katego-
rien eingesetzt:
• Datenbanksysteme zur persistenten Verwaltung der Datenbestände im CAFM-System
• Zeichensoftware zur Erstellung und Verwaltung grafischer Daten
• Bürosoftware zur Erfassung von Daten in wenig strukturierter Form (Textverarbei-
tung) und zur tabellarischen Aufbereitung alphanumerischer Daten (Tabellenkalku-
lation)
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• Systeme zur Erstellung von Berichten zur Präsentation der im System verwalteten
Daten und der aus diesen Daten generierten Sichten (Abrechnungen, Prognosen etc.)
Bei der Integration dieser Softwaresysteme ist zu entscheiden, ob es sich um eine reine Mi-
gration handelt, bei der lediglich die im Fremdsystem vorhandenen Daten zu übernehmen
sind oder ob eine Kopplung zwischen dem Fremdsystem und den Simplix Komponenten
erfolgen soll.
Die reine Übernahme vorhandener Daten erfolgt entweder einmalig innerhalb eines Projek-
tes, nach einem festen Zeitplan oder sporadisch, falls die Datenbestände im Fremdsystem in
größerem Umfang geändert wurden. Entsprechende Absprachen bezüglich des Vorgehens
bei der Datenmigration sind zu fixieren. Zur Umsetzung einer entsprechenden Strategie
ist ein geringerer Aufwand notwendig, als bei einer Kopplung unterschiedlicher Systeme.
Alle Simplix Dienste sind in der Lage, mit XML-Dokumenten zur Datenübernahme um-
zugehen, in der Regel bieten alle im Facility Management eingesetzten Softwaresysteme
Möglichkeiten zum Zugriff auf ihre Daten über Programmierschnittstellen oder stellen be-
reits Exportfunktionalitäten zur Verfügung. Eine Konvertierung in ein XML-Dokument
über eine Eigenentwicklung oder über bereits vorhandene Exportfunktionalitäten kann
auf Grund der Vorzüge von XML in relativ kurzer Zeit umgesetzt werden (siehe Ab-
schnitt 3.4.2). Eine automatisierte Weiterverarbeitung der XML-Datenströme kann über
die Möglichkeiten von XSLT-Transformationen realisiert werden, dabei kann auch schnell
und flexibel eine Anpassung auf unterschiedliche, in Simplix verwaltete Domainmodelle
erfolgen.
Zur Demonstration der Möglichkeiten von Datenmigrationen über generierte XML-Do-
kumente bietet sich die Übernahme von Daten aus einer relationalen Datenbank an. Im
Rahmen weiterer Entwicklungsarbeit könnte der generische Export aus einer relationa-
len Datenbank unter Berücksichtigung des jeweiligen Datenmodells im Data Dictionary
der Datenbank in ein XML-Format und die Bereitstellung von XSLT-Stylesheets zur Da-
tenübernahme in Simplix untersucht werden. Eine Integration in Prozeßabläufe und die
entsprechenden Workflow-Nachrichten würde dabei alle Möglichkeiten des Simplix Kern-
systems ausnutzen.
Bei einer permanenten Kopplung einzelner Systemkomponenten bestehen hingegen meh-
rere Möglichkeiten, das Verfahren gestaltet sich komplizierter. Bei der Integration von
Fremdsoftware kann direkt mit den in Simplix bereitgestellten Diensten gearbeitet wer-
den oder aber die Möglichkeiten des Komponentencontainers (des Applikationsservers)
genutzt werden.
Die Anbindung bestehender Datenbestände aus relationalen, objektorientierten oder XML-
Datenbanken kann über den Applikationsserver erfolgen, häufig existieren bereits Kopp-
lungsmodule zur Integration einzelner Datenbanken. Um den Zugriff auf die Datenbestände
zu ermöglichen, muß dann das SimSchema Metamodell angepaßt bzw. ein korrespondie-
rendes Modell entworfen werden, aus dem dann das Domainmodell im Applikationsserver
generiert werden kann. Sollte es mit den von der Middleware angebotenen Zugriffsmöglich-
keiten nicht zu realisieren sein, eine Fremddatenbank einzubinden, muß eine entsprechende
Simplix SchemaService Implementation entwickelt werden. Diese Vorgehensweise dürfte
7.2. Komponenten zur Integration von Fremdsoftware 119
aber die Ausnahme darstellen, in der Regel bieten alle Datenbanken Zugriffsmöglichkeiten
über SQL und JDBC, die eine Einbindung in den Applikationsserver ermöglichen.
Zur Unterstützung von Zeichensystemen und Modellierungssoftware im Bauwesen sind
Eigenentwicklungen einzukalkulieren, da es kaum standardisierte Programmierschnittstel-
len und einheitliche Datenformate gibt (vgl. Abschnitte 3.1 und 3.2). Andererseits ist
die reine Datenmigration häufig nicht ausreichend. Hier muß sich mit den proprietären
Programmierschnittstellen und Datenformaten des CAD- oder Berechnungssystem aus-
einandergesetzt werden. Bietet das Softwaresystem Möglichkeiten zur Modulentwicklung,
können Komponenten zur Kommunikation mit den einzelnen Simplix Diensten über IIOP
implementiert werden, dazu kann neben Java auch jede andere Programmiersprache im
Zusammenspiel mit einem CORBA Object Request Broker eingesetzt werden. Außerdem
besteht die Möglichkeit einer Systemkopplung über den Austausch von Nachrichten über
das Simple Object Access Protocol. Dieser Weg bietet sich z. B. bei Systemen an, die für
die von Microsoft angebotenen Programmiersprachen Schnittstellen anbieten.
Ein sehr weit verbreitetes CAD-System im Bauingenieurwesen ist AutoCAD, eine Kom-
ponente zur Kopplung von AutoCAD mit den einzelnen Simplix Diensten könnte einen
Ausgangspunkt für weitere Entwicklungsarbeit bilden.
Für die in allen Bereichen eingesetzte Bürosoftware unterscheiden sich die Integrations-
strategien nur unwesentlich von denen für Zeichensysteme. In der Regel werden bereits eine
Vielzahl von Konvertierungsmöglichkeiten angeboten, so daß ein Austausch von Informa-
tionen über XML-Datenströme leicht zu realisieren ist. Eine Kopplung der unterschiedli-
chen Systeme kann über den XML-Dokumentenaustausch im Rahmen des Speichern/Laden-
Zyklus bei der Dokumentenbearbeitung simuliert werden. Wird eine noch engere Integra-
tion gefordert (z.B. das sofortige Prüfen von Eingaben in einer Tabellenkalkulationssoft-
ware), ist eine Eigenentwicklung mit den Sprachmitteln der Bürosoftware notwendig.
Die grafische und inhaltliche Aufbereitung der Daten mit Hilfe von Präsentations- und
Berichtsystemen ist relativ einfach zu realisieren, da diese Systeme in der Regel nur lesend
auf die Objektdaten zugreifen. Mit den Mitteln von XML und XSLT ist die Datenpräsen-
tation über ein Berichtssystem als unkritisch einzustufen. Weitere Entwicklungsmöglich-
keiten ergeben sich hier im Aufbau eines Dienstes, der ein Metamodell zur Beschreibung
der Präsentations- und Berichtlogik besitzt und dadurch die Kommunikation zwischen
Berichtssystemen und den Simplix Kerndiensten standardisiert.
120 7 Zusammenfassung und Ausblick
Anhang A
Weiterführende Angaben zu den
Metamodellen
Eine einführende Beschreibung zu den Metamodellen findet man im Abschnitt 5.3. Die
folgenden Abschnitte geben einen detaillierten Einblick in den Aufbau der einzelnen Sche-
mata, zu jedem Schema wird ein Ausschnitt aus einem korrespondierenden Modell vorge-
stellt.
A.1 Detaillierte SimSchema Beschreibung
Im Abschnitt 5.3.1 auf Seite 78 wurde der grundlegende Aufbau eines SimSchema Meta-
modells mit dem Wurzelelement simschema beschrieben. Weiterführende Beschreibungen
der Kindelemente model, description, storage, classes und associations sind Ge-
genstand der folgenden Ausführungen.
A.1.1 Schemamodellierung mit dem model Element
Dem Schema und den einzelnen Klassen im Schema können zur Unterstützung der gra-
phischen Modellierung mit einem Entwurfswerkzeug (z.B. einem CASE-Tool) innerhalb
des model Elements ein figure Element und mehrere Plazierungen (Element placement)
zugeordnet werden (vgl. Abbildung A.1 auf der nächsten Seite).
Das figure Element besitzt zur Identifikation einen Namen und einen Verweis auf die gra-
phische Komponente, die bei der Modellierung verwendet wird. Die Komponente könnte
zum Beispiel eine Java-Klasse sein, die das Interface java.awt.Component implementiert.
Dieses Symbol kann dann über verschiedene placement Einträge in Diagrammen plaziert
werden, dabei können Angaben zum Format (format), der Plazierung position und der
Größe (size) der Figur gemacht werden.
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ModelType
PlacementType
FigureType
placementfigure
ModelTypeSequence 0..n
{2}{1}
format
position
size
PlacementTypeSequence
{1}
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{3}
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FigureTypeSequence
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Abbildung A.1: Unterstützung der graphischen Modellierung
A.1.2 Beschreibung der Klassen innerhalb von classes
Innerhalb des in Abbildung A.2 auf der nächsten Seite dargestellten classes Abschnitts
werden die einzelnen Klassen definiert, die folgenden Informationen stehen für ein class
Subelement zur Verfügung:
• alternativ eine graphische Beschreibung der Klasse mit Hilfe von Modellierungswerk-
zeugen (Element model)
• ein alternatives description Element beschreibt die Klasse, dieses Element könnte
zur Erstellung einer Produktmodelldokumentation verwendet werden
• ein storage Element, über das auf die konkrete Implementierung der Klasse im
Domainmodell zugegriffen werden kann
• die Identifikation der einzelnen Klasseninstanzen erfolgt über den key, der einen
Namen und Datentyp besitzt, innerhalb eines SimSchema Modells sollte als Datentyp
ein eindeutiger Schlüssel vom Typ UUID verwendet werden.
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Abbildung A.2: Definition von Klassen im Schema
• das Element presentation dient zur näheren Beschreibung verschiedener Präsenta-
tionsformen, es enthält ein format Element und einen Verweis auf eine Schemaklasse,
die dann von speziellen Plugins zum Rendern der aktuellen Klasse genutzt werden
kann
• unterhalb von slots werden die einzelnen Datenelemente einer Schemaklasse be-
schrieben
• die Gleichheit zweier Klasseninstanzen kann alternativ im Element equality defi-
niert werden. Da bei einer verteilten Anwendung gleichzeitig mehrere Anwender neue
Instanzen erzeugen können, kann festgelegt werden, welche Datenelemente zusätzlich
zum key verwendet werden, um Gleichheit festzustellen.
A.1.3 Die Datenelemente in Klassen: slot Elemente
Die einzelnen Datenelemente innerhalb einer Klasse werden durch Slots beschrieben, ein
Slot hat einen Namen und besitzt ein Datentypattribut.
Die folgenden Elemente beschreiben den Slot:
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ChoiceType
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Abbildung A.3: Beschreibung von slot Elementen
• ein alternatives description Element dient der Dokumentation des Slots
• die Werte des Slots können eingeschränkt bzw. ermittelt werden:
– durch ein function Element, das eine benutzerdefinierte Funktion beschreibt,
die den Slotwert ermittelt und als Parameter verschiedene Slotwerte über slot-
ref nutzen kann
– durch eine Bereichsangabe mit dem range Element oder
– über die Vorgabe einer Menge gültiger Werte in einem choice Element
• ein optionales format Element beschreibt das Layout zur Ausgabe des eigentlichen
Slotwertes
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Abbildung A.4: Modellierung von Beziehungen
A.1.4 Modellierung von Beziehungen mit associations
Die Beziehungen zwischen den einzelnen Klassen werden unterhalb des associations Ele-
ments mit beliebig vielen association Subelementen beschrieben (vgl. Abbildung A.4):
• eine Beziehung hat zwei Endpunkte (endpoint) und alternativ selectors Elemente
• ein Endpunkt verweist auf eine referenzierte Klasse, benennt den Slot, in dem der
Fremdschlüssel gespeichert wird, gibt Auskunft über die Kardinalität der Beziehung
und definiert den Typ der Assoziation über das Attribut composition
• das selectors Element enthält Referenzen auf Datenelemente (Slots), die
– zur Einschränkung der zu selektierenden Endpunkte genutzt werden können -
die slotforward Elemente und
– von der referenzierten Klasse abgerufen werden können - die slotback Elemente
A.1.5 Datentypen im Schemamodell
Innerhalb der Simplix Anwendung werden die in Abbildung A.5 auf der nächsten Seite de-
finierten abstrakten Datentypen verwendet. Das Mapping auf konkrete implementierungs-
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spezifische Datentypen erfolgt transparent innerhalb der Schnittstellenimplementierung.
DataTypeEnum
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BYTE
BYTE_SEQUENCE
SHORT
SHORT_SEQUENCE
INTEGER
INTEGER_SEQUENCE
LONG
LONG_SEQUENCE
FLOAT
FLOAT_SEQUENCE
DOUBLE
DOUBLE_SEQUENCE
CHARACTER
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STRING
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DATE
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TIME
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TIMESTAMP
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UUID
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Abbildung A.5: Beschreibung von Datentypen
Neben den selbsterklärenden Datentypen werden spezielle xxx SEQUENCE Datentypen ge-
nutzt, diese sind einfache Felder mit den jeweiligen Grunddatentypen. Spezielle Datenty-
pen für Simplix sind:
• UUID: ein eindeutiger Objektidentifikator, der z.B. mit dem in [60] vorgeschlagenen
Muster erstellt werden kann, der Schlüssel ist als eine 32Bit lange Zeichenkette zu
implementieren
• SIMCLASS: ein zusammengesetzter Datentyp, der als konkrete Klasse im SimSchema
Modell definiert sein muß
• SIMCLASS SEQUENCE ist eine Menge von SIMCLASS Elementen
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A.1.6 Ausschnitt aus einem SimSchema Modell
Der folgende Ausschnitt zeigt die Anwendung des Metamodells zur Beschreibung eines
konkreten Schemas. Innerhalb des Schemas wird eine Klasse MaterialType definiert, die
neben einem key Element vier slot Elemente besitzt. Im zweiten Teil wird exemplarisch
eine Assoziation zwischen den beiden Klassen User und Address beschrieben. Bei der
Beziehung handelt es sich um eine Komposition, das Attribut composition besitzt den
Wert true. Das komplette Schema kann unter [43] abgerufen werden.
Quellcode 6: Einfaches SimSchema Dokument
<?xml version="1.0" encoding="iso-8859-1"?>
<simschema
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation=
"http://www.simplix.de/service/simschema/1.0 simschema.xsd"
xmlns="http://www.simplix.de/service/simschema/1.0"
name="Basic Facility Management Model"
id="basicmodel_2003-04-05" version="1.0"
created="2003-04-05T23:00:25.000+02:00" author="ckarkola">
<model>
<figure
name="package"
component="de.simplix.modelkit.figures.Package">
<property key="name" value="basic"/>
<property key="package" value="de.simplix.domain"/>
</figure>
</model>
<description>
A basic schema for real estate management. It includes geometrical
behavior and some common catalogs. The schema demonstrates the
functionality of Simplix.
</description>
<storage
namingservice="JNDI"
name="ejb/simplix/domain/SimplixSchema"/>
<classes>
<class name="MaterialType" supertype="BaseEntity" group="catalogs">
<model>
<figure
name="class"
component="de.simplix.modelkit.figures.SimClass">
<property key="package" value="de.simplix.domain.catalogs"/>
</figure>
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<placement
diagram="catalogs"
parent="Overview"
unit="mm">
<format>
<linesize>0.3</linesize>
<linecolor name="black" model="rgb" value="0 0 0"/>
<linestyle name="solid" pattern="----"/>
<fillcolor name="red" model="rgb" value="1 0 0"/>
<fontstyle name="Arial"/>
<fontsize>12</fontsize>
<fontcolor name="black" model="rgb" value="0 0 0"/>
</format>
<position x="120" y="150"/>
<size width="50" height="30"/>
</placement>
</model>
<description>
The MaterialType describes the Material used in different
Structure elements.
</description>
<storage
namingservice="JNDI"
name="ejb/simplix/domain/catalogs/MaterialType"/>
<key name="id" type="UUID"/>
<slots>
<slot name="name" type="STRING"/>
<slot name="density" type="DOUBLE"/>
<slot name="modulusOfElasticity" type="DOUBLE"/>
<slot name="systemOfUnits" nickname="System of Units" type="STRING"/>
</slots>
<equality>
<slotref name="name"/>
</equality>
</class>
</classes>
<associations>
<association name="User-Address">
<endpoint
name="User has Address"
multiplicity="one">
<classref name="User"/>
<slotref name="addresses"/>
</endpoint>
<endpoint
name="Address of an User"
multiplicity="many"
composition="true">
<classref name="Address"/>
<slotref name="user"/>
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</endpoint>
</association>
</associations>
</simschema>
A.2 Detaillierte SimSecurity Beschreibung
Der Aufbau eines SimSecurity Metamodells mit dem Wurzelement simsecurity wurde im
Abschnitt 5.3.2 auf Seite 80 erläutert. Die dort nur kurz erwähnten Kindelemente role mit
dem untergeordneten privileges Element werden im vorliegenden Abschnitt besprochen.
A.2.1 Aufbau einer Rolle (role Element)
Eine Rolle enthält eine alternative Beschreibung (description) und ein privileges Ele-
ment, das die einzelnen, direkt dieser Rolle zugewiesenen Rechte enthält. Außerdem kann
sie unterhalb des Elements roles andere Rollen referenzieren, von denen diese Rolle dann
die Berechtigungen erbt.
role RoleType
RolesType
RolerefType
description
privileges
roles
RoleTypeSequence
0..1
{1}
{2}
{3}
roleref
RolesTypeSequence
0..*
File: Z:\PROMOTION\REALISIERUNG\MODELLE\simplix.mdl    17:52:41 Freitag, 5. September 2003    Class Diagram: SimSecurityModel / role 
Element  Page 1
Abbildung A.6: Das role Element
A.2.2 Die Vergabe der Berechtigungen
Die Berechtigungen einer Rolle werden wie in Abbildung A.7 auf der nächsten Seite darge-
stellt, unterhalb des privilege Elementes deklariert. Dabei werden die vier in Abschnitt
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Abbildung A.7: Das privilege Element und seine Subelemente
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Abbildung A.8: Das classes Element und seine Subelemente
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5.3.2 aufgeführten Rechtegruppen in den folgenden Subelementen behandelt:
• im Element security werden die für die Vergabe von generellen Berechtigungen
notwendigen Rechte vergeben, die Ausführung der damit verbundenen Aktionen be-
schränken sich auf die in subordinates referenzierten Rollen
• das simschema Element beinhaltet Berechtigungen zur Arbeit mit einem kompletten
Schema
• unterhalb von classes werden die klassenspezifischen Berechtigungen für das im
Attribut simschemaref referenzierte Schema vergeben
• über das Element simflow werden die generellen Berechtigungen zur Arbeit mit
Workflows in einem bestimmten über das Attribut simschemaref referenzierten
Schema eingetragen
A.2.3 Das classes Element
Über das classes Element (siehe Abbildung A.8 auf der vorherigen Seite) können Si-
cherheitsrichtlinien für die einzelnen Klassen eines SimSchema Modells festgelegt werden.
Entsprechend den dort definierten Gruppierungen kann für eine komplette Gruppe (Ele-
ment classgroup) das Erzeugen bzw. Löschen von Klassentypen festgelegt werden.
SlotrefType
RangeType ChoiceType
SlotsType
PrivilegeType
RestrictionType
privilege
value
ChoiceTypeSequence
1..*
slotsrestriction
PrivilegeTypeSequence
0..1
{2}0..1
{1}
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Abbildung A.9: Spezielle Ausprägung des privilege Elements für Klassen
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Unterhalb einer classgroup besteht die Möglichkeit, für einzelne Klassen bzw. für eine
Menge von Klassen (über den Attributwert ref=’*’) Berechtigungen zu vergeben. Das
privilege Element kann dazu, wie in Abbildung A.9 auf der vorherigen Seite dargestellt,
mit zusätzlichen Angaben zu möglichen slot-Zugriffen und/oder zu Einschränkungen über
das restriction Element erweitert werden. Über das Attribut cascade=’true’ kann
festgelegt werden, daß die getroffenen Einschränkungen an alle von dieser Klasse durch
eine Assoziation referenzierten Klassen weitergegeben werden kann.
A.2.4 Ausschnitt aus einem SimSecurity Modell
Das Quellcodebeispiel 7 zeigt die Anwendung des Metamodells zur Beschreibung eines
konkreten SimSecurity Schemas. Dabei werden drei Rollen definiert. Neben der mit um-
fangreichen Privilegien ausgestatteten ’basicmodel.administrators’-Rolle existieren ei-
ne Rolle, deren Zugriff auf bestimmte Gebäude über ein restriction Element reguliert
wird, und eine Gastrolle, die lediglich auf eine Klassengruppe lesend zugreifen darf. Das
komplette Schema kann unter [43] abgerufen werden.
Quellcode 7: Einfaches SimSecurity Dokument
<?xml version="1.0"?>
<simsecurity
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation=
"http://www.simplix.de/service/simsecurity/1.0 simsecurity.xsd"
xmlns="http://www.simplix.de/service/simsecurity/1.0"
name="Basic Facility Management Model Security"
id="basicmodel_security_2003-05-16" version="1.0"
created="2003-05-16T22:40:43.000+02:00" author="ckarkola">
<description>
A basic schema for security roles used in the basic fm model for
real estate management.
</description>
<role
name="basicmodel.administrators"
nickname="Administrator of the Basic FM Model">
<description>
An administrator can execute all operations on all roles, classes and
slots in the "Basic Facility Management Model" project.
</description>
<privileges>
<security>
<privilege name="CREATE_ROLE"/>
<privilege name="DELETE_ROLE"/>
<privilege name="GRANT_ROLE"/>
<privilege name="GRANT_PRIVILEGE"/>
<privilege name="REVOKE_ROLE"/>
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<privilege name="REVOKE_PRIVILEGE"/>
<subordinates>
<roleref name="basicmodel.guests"/>
</subordinates>
</security>
<simschema ref="ejb/simplix/domain/SimplixSchema">
<privilege name="CREATE_SCHEMA"/>
<privilege name="DELETE_SCHEMA"/>
<privilege name="WRITE_SCHEMA"/>
</simschema>
<classes simschemaref="ejb/simplix/domain/SimplixSchema">
<classgroup ref="commons">
<privilege name="CREATE_CLASS"/>
<privilege name="DELETE_CLASS"/>
<class ref="*">
<privilege name="CREATE_SLOT"/>
<privilege name="DELETE_SLOT"/>
<privilege name="CREATE_INSTANCE"/>
<privilege name="DELETE_INSTANCE"/>
<privilege name="READ_INSTANCE"/>
<privilege name="WRITE_INSTANCE"/>
</class>
</classgroup>
</classes>
<simflow simschemaref="ejb/simplix/domain/SimplixSchema">
<privilege name="CREATE_WORKFLOW"/>
<privilege name="DELETE_WORKFLOW"/>
<privilege name="MODIFY_WORKFLOW"/>
</simflow>
</privileges>
</role>
<role name="basicmodel.realestate.quarter1"
nickname="Technical Staff of the Basic FM Model, Building Quarter I">
<privileges>
<classes simschemaref="ejb/simplix/domain/SimplixSchema">
<classgroup ref="realestate">
<class ref="Building">
<privilege name="WRITE_INSTANCE" cascade="true">
<restriction>
<slotref name="code">
<choice>
<value>BEY</value>
<value>FOE</value>
<value>NEU</value>
</choice>
</slotref>
</restriction>
</privilege>
<privilege name="READ_INSTANCE"/>
</class>
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</classgroup>
</classes>
</privileges>
<roles/>
</role>
<role
name="basicmodel.guests"
nickname="Guests of the Basic FM Model">
<privileges>
<classes simschemaref="ejb/simplix/domain/SimplixSchema">
<classgroup ref="geometry">
<class ref="*">
<privilege name="READ_INSTANCE"/>
</class>
</classgroup>
</classes>
</privileges>
</role>
</simsecurity>
A.3 Detaillierte SimFlow Schemabeschreibung
Das SimFlow Metamodell mit dem Wurzelement simflow wurde einführend im Abschnitt
5.3.3 auf Seite 83 beschrieben. Die Subelemente participant, application und pro-
cessdata werden nachfolgend ausführlich beschrieben. Das vierte Subelement workflow
besitzt transition und activity Subelemente, die ebenfalls in diesem Abschnitt be-
schrieben werden.
A.3.1 Beschreibung der Workflowteilnehmer und der zu verwendenden
Anwendungen
An der Ausführung eines Workflows können verschiedene Teilnehmer (participant Ele-
mente) beteiligt sein. Dabei muß der angegebene Akteur nicht unbedingt eine Einzelperson
sein, neben konkreten Mitarbeitern (HUMAN) können auch ganze Gruppen von Mitarbeitern
mit entsprechenden Fähigkeiten bzw. Berechtigungen (ORGANISATIONAL UNIT oder ROLE)
oder ein SYSTEM zur automatischen Verarbeitung einer Aktivität angegeben werden. Au-
ßerdem sind in Abbildung A.10 auf der nächsten Seite die bei der Ausführung von Workflo-
waktivitäten zu benutzenden Anwendungen dargestellt. Eine Anwendung (application)
besitzt einen service, der mit den angegeben Eingangsdaten (inputdata) arbeitet und
ein entsprechendes Ergebnis zurückliefert (outputdata). Die möglichen Eingangs- bzw.
Ergebnisdaten werden im Element processdata definiert.
A.3.2 Beschreibung der Aktivitäten eines Workflows
Ein Workflow untergliedert sich in die einzelnen Übergänge zwischen den Prozeßakti-
vitäten (siehe Abschnitt A.3.3) und in die Aktivitäten an sich, die auf den Geschäftsob-
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Abbildung A.10: Aufbau der Elemente participant und application
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Abbildung A.11: Aufbau des activity Elements
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jekten ausgeführt werden können. Eine Aktivität kann im SimFlow Metamodell mit den
in Abbildung A.11 auf der vorherigen Seite dargestellten Elementen beschrieben werden.
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Abbildung A.12: Aufbau des implementation Elements
Das activity Element besitzt drei Kindelemente:
• das Element join definiert das Verhalten einer Aktivität in Bezug auf die vorange-
gangenen Aktivitäten, dabei kann festgelegt werden, ob die aktuelle Aktivität auf alle
vorgelagerten Aktivitäten wartet (mode=’AND’) oder ob nur eine beendete Aktivität
ausreicht, um fortzufahren (mode=’XOR’)
• die eigentliche Umsetzung des Geschäftsprozesses wird in implementation definiert
(siehe Abbildung A.12)
• mit dem Element split wird festgelegt, ob alle achfolgenden Aktivitäten die Er-
gebnisse erhalten (über das Element and) oder nur einige Aktivitäten angesprochen
werden (über das Element xor)
Das implementation Element definiert den Aufbau einer Workflow-Aktivität, dabei ste-
hen drei Elemente zur Verfügung:
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• über das Element subworkflow können weitere Workflows integriert werden, dabei
kann die Ausführung synchron (d.h. alle Subworkflows müssen beendet werden) oder
asynchron (die Subworkflows werden lediglich gestartet) erfolgen
• im Element applicationlist können die zur Ausführung notwendigen Anwendun-
gen benannt werden
• die Aktivität kann als Schleife (loop) fungieren, der Gesamtworkflow wird solange
angehalten, bis eine definierte Bedingung im Element condition wahr wird
A.3.3 Definition der Übergänge (transition Elemente) zwischen den
Aktivitäten
transition TransitionType
ConditionType
DataIDType
ApplyType
ValueType
ConditionTypeSequenceapply
{1}
func op
OperatorChoice
ApplyTypeSequence
{1}
dataid
value
DataTypeEnum
BOOLEAN
BYTE
BYTE_SEQUENCE
SHORT
SHORT_SEQUENCE
INTEGER
INTEGER_SEQUENCE
LONG
LONG_SEQUENCE
FLOAT
FLOAT_SEQUENCE
DOUBLE
DOUBLE_SEQUENCE
CHARACTER
CHARACTER_SEQUENCE
STRING
STRING_SEQUENCE
DATE
DATE_SEQUENCE
TIME
TIME_SEQUENCE
TIMESTAMP
OBJECT
UUID
SIMCLASS
SIMCLASS_SEQUENCE
DataType
TransitionTypeSequence condition
{1}
FuncTypeEnum
SUM
POWER
NVL
FuncType
OpTypeEnum
OR
AND
EQ
GT
LT
NOT_EQ
EQ_OR_GT
EQ_OR_LT
PLUS
MINUS
TIMES
DIVIDE
OpType
OperantChoice1..n
{2}
apply
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Abbildung A.13: Aufbau des transition Elements
138 A Weiterführende Angaben zu den Metamodellen
Die einzelnen Aktivitäten eines Workflows werden in sogenannten Übergängen (transi-
tion Elemente) mit Bedingungen zur Flußkontrolle miteinander gekoppelt. Jede tran-
sition (siehe Abbildung A.13 auf der vorherigen Seite) besitzt drei grundlegende Ei-
genschaften. Über die beiden Attribute fromActivityID und toActivityID wird fest-
gelegt, zwischen welchen beiden activity Elementen sich die transition befindet. Die
Bedingungen zum Ausführen der transition werden innerhalb des condition Elements
beschrieben.
Die Bedingungen können über Operatoren und Operanden innerhalb des apply Elementes
abgebildet werden. Die Operatoren beinhalten im Element op grundlegende Relationen
(z.B. GT - greater than oder EQ - equal) und Operatoren wie z.B. PLUS oder MINUS. Als
Operanden können einfache Werte, Referenzen auf processdata Elemente oder Ergebnisse
aus tiefer geschachtelten apply Elementen genutzt werden.
Komplexere Routen, die nicht mit den einfachen Mitteln der transition und den split
und join Elementen der Aktivitäten abgebildet werden können, werden über Aktivitäten
modelliert, die keine Implementation besitzen. Diese Aktivitäten agieren lediglich über die
Subelemente split und join als erweiterte Möglichkeiten zur Flußkontrolle.
A.3.4 Ausschnitt aus einem SimFlow Modell
Das Beispiel 8 zeigt einen Ausschnitt aus einer Prozeßbeschreibung zur Reservierung ei-
nes Raumes zur Durchführung einer Veranstaltung. Ein Workflowteilnehmer participant
kann über eine entsprechende Anwendung application ein Formular bearbeiten, als Aus-
gabedaten werden die beiden processdata Elemente mit den IDs simclass.reservation
und simclass.reservation.created genutzt. Der eigentliche Workflow workflow wird
über die Aktivität activity zur Reservierung des Raumes gestartet, ein anschließend de-
finierter Übergang transition leitet das simclass.reservation Objekt an die nächste
Aktivität mit der ID check reservation weiter, falls der Status der Ausgangsaktivität
in der Variable simclass.reservation.created den Wert true besitzt.
Quellcode 8: Ausschnitt aus einem SimFlow Dokument
<?xml version="1.0" encoding="iso-8859-1"?>
<simflow
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation=
"http://www.simplix.de/service/simflow/1.0 simflow.xsd"
xmlns="http://www.simplix.de/service/simflow/1.0"
name="http://www.simplix.de/service/simflow/instances/organizational"
version="1.0" created="2003-09-08T20:10:20.000+02:00"
author="Carsten Karkola, TU Dresden">
<participant
id="basicmodel.teammanagers"
name="Team Managers of the Basic FM Model"
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type="ROLE">
</participant>
<application
id="application.actionform.reservation"
name="Reservation of a room">
<service
name="Reservation Formular"
system="HTTP"
command="/web/forms/actionform">
<arg name="simclass" value="Reservation"/>
</service>
<outputdata processDataID="simclass.reservation"/>
<outputdata processDataID="simclass.reservation.created"/>
</application>
<processdata
id="simclass.reservation" type="SIMCLASS"
name="organization.Reservation"/>
<processdata
id="simclass.reservation.created" type="BOOLEAN"
name="java.lang.Boolean"/>
<workflow
id="roomreservation"
name="Reservation and Use of a Room">
<activity
id="make_reservation"
name="Reserve a room"
participantID="basicmodel.teammanagers">
<join mode="AND"/>
<implementation>
<applicationlist>
<tool applicationID="application.actionform.reservation"/>
</applicationlist>
</implementation>
<split>
<and/>
</split>
</activity>
<transition
id="trans_check_reservation"
name="Reservation to Validation"
fromActivityID="make_reservation"
toActivityID="check_reservation">
<condition>
<apply>
<op>EQ</op>
<value type="BOOLEAN" value="true"/>
<dataid processDataID="simclass.reservation.created"/>
</apply>
140 A Weiterführende Angaben zu den Metamodellen
</condition>
</transition>
</workflow>
</simflow>
A.4 Detaillierte SimExchange Schemabeschreibung
Bereits im Abschnitt 5.3.4 auf Seite 84 wurde der Aufbau der Nachrichten zum Aus-
tausch von Prozeßdaten ausführlich beschrieben. Der Entwurf geht mit dem XML-Binding
der Workflow Management Coalition in [27] konform, um größtmögliche Kompatibilität
zu erzielen. Neben dem Aufbau des Headerelements der Nachrichten (WfMessageHeader)
werden die Subelemente für die einzelnen Nachrichtentypen (Request und Response) be-
sprochen.
A.4.1 Aufbau des Nachrichtenkopfes
WfMessageHeader
Key
WfMessageHeaderTypeSequence
{2}
Response
WfMessageHeaderTypeChoice
{1}
Request
WfMessageHeaderType
RequestType
ISOLangsTypeEnumISOLangsType
ResponseRequiredTypeEnum
Yes
No
IfError
ResponseRequiredTypeResponseType
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Abbildung A.14: Aufbau des WfMessageHeader Elements
Der WfMessageHeader beschreibt, ob es sich bei der Nachricht um eine Anfrage oder eine
Antwort handelt. Falls die Message eine Anfrage (Request) beschreibt, kann neben der
Sprache auch spezifiziert werden, ob eine Antwort erforderlich ist oder nicht bzw. ob nur im
Fehlerfall eine Antwort erwartet wird. Das Element Request ist leer und indiziert lediglich
den Typ. Der Aufbau des Headers ist in Abbildung A.14 dargestellt.
Handelt es sich bei der Nachricht um einen Request vom Typ CreateProcessInstance,
enthält das Key Element einen eindeutigen Identifikator für die gewünschte Prozeßdefi-
nition, die Response vom selben Typ liefert die ID der gerade erzeugten Prozeßinstanz
zurück. Alle anderen Nachrichten enthalten den Identifikator der Prozeßinstanz.
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A.4.2 Erzeugen von Prozeßinstanzen
WF_INVALID_KEY
WF_INVALID_CONTEXT_DATA
WF_OPERATION_FAILED
WF_NO_AUTHORIZATION
ObserverKey
Name
Subject
Description
ContextData
CreateProcessInstance.RequestTypeSequence
0..1
{1}
0..1 {2}
0..1 {3}
0..1 {4}
{5}
Exception ProcessInstanceKey
CreateProcessInstance.ResponseTypeChoice
CreateProcessInstance.Response CreateProcessInstance.Request
CreateProcessInstance.ResponseType CreateProcessInstance.RequestType
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Abbildung A.15: Aufbau der CreateProcessInstance Elemente
In Abbildung A.15 sind die Nachrichten zum Erzeugen einer Prozeßinstanz dargestellt.
Bei der Anfrage werden die beim Starten des Workflows benötigten Daten unterhalb des
ContextData Elements übergeben, optional können ein Name, ein Betreff und eine kurze
Beschreibung übertragen werden. Das Element ObserverKey kann den Identifikator für
einen konkreten Observer enthalten. Die Antwort liefert den neu erzeugten ProzessIn-
stanceKey oder eine Ausnahme zurück.
A.4.3 Umgang mit Prozeßdaten
Eine Anforderung der aktuellen Prozeßdaten kann über eine wie in Abbildung A.16 auf
der nächsten Seite aufgebaute Nachricht erfolgen. Bei der Anfrage werden im Element
ResultDataSet alle Elemente angegeben, die zurückgeliefert werden sollen, wird keine
Einschränkung gemacht, werden alle Ergebnisse zurückgeliefert. Die Antwort enthält dann
die korrespondierenden Elemente mit entsprechendem Inhalt, unterhalb des ResultData
Elements befinden sich entweder reine Textdaten oder ein XML-Baum mit den entspre-
chenden Anwendungsdaten.
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WF_INVALID_KEY
WF_NO_ACCESS_TO_RESOURCE
WF_NO_AUTHORIZATION
GetProcessInstanceData.Response
GetProcessInstanceData.Request
Exception GetProcessInstanceData.ResponseTypeChoice
State
LastModified
ResultData
ProcessDefinitionKeyValidStates
Description
SubjectName
ObserverKey
ProcessInstanceDataChoice
1..n
Priority
GetProcessInstanceData.RequestTypeSequence
ResultDataSet
0..1 {1}
GetProcessInstanceData.ResponseType
PriorityType
GetProcessInstanceData.RequestType
ResultDataSetType
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Abbildung A.16: Aufbau der GetProcessInstanceData Elemente
A.4.4 Anforderungen von und Benachrichtigungen über Statusänderun-
gen
Der in Abbildung A.17 auf der nächsten Seite dargestellte Nachrichtenaufbau kann zum
Ändern des Zustandes eines Prozesses genutzt werden. Das Element State enthält da-
bei den neu zu setzenden Status entsprechend den Vorgaben der WfMC in [27], S. 17f.
Bei erfolgreicher Zustandsänderung wird der neu angenommene Zustand in der Antwort
zurückgesandt, tritt ein Fehler auf, wird ein entsprechender Fehlercode zurückgeliefert.
Eine Benachrichtigung durch den Observer mit den in Abbildung A.18 dargestellten Nach-
richten erfolgt bei den beiden Zuständen (States) closed.completed oder closed.ab-
normalCompleted während der Beendigung eines Workflowprozesses. Dabei werden im
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WF_INVALID_KEY
WF_NO_AUTHORIZATION
WF_INVALID_STATE_TRANSITION
ChangeProcessInstanceState.RequestTypeSequence
State
{1}
Exception
ChangeProcessInstanceState.ResponseTypeChoice
ChangeProcessInstanceState.Request ChangeProcessInstanceState.Response
ChangeProcessInstanceState.ResponseTypeChangeProcessInstanceState.RequestType
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Abbildung A.17: Anforderungen von Statusänderungen mit ChangeProcessInstanceState
WF_INVALID_KEY
WF_INVALID_RESULT_DATA
WF_OPERATION_FAILED
WF_NO_AUTHORIZATION
WF_INVALID_OBSERVER_FOR_THAT_RESOURCE
State
ResultData
LastModifiedProcessInstanceKey
ProcessInstanceStateChanged.RequestTypeSequence
{2}
0..1 {3}
0..1
{4}{1}
ProcessInstanceStateChanged.Response ProcessInstanceStateChanged.Request
ProcessInstanceStateChanged.ResponseType ProcessInstanceStateChanged.RequestType
ProcessInstanceStateChanged.ResponseTypeSequence
Exception
0..1 {1}
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Abbildung A.18: Benachrichtigung über Statusänderungen mit ProcessInstanceStateChanged
Element ResultData die vom Workflow bearbeiteten Daten übermittelt. Die Antwort ist
entweder leer oder enthält eine Ausnahme.
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A.4.5 Generelle Elemente im SimExchange Metamodell
SubjectType
StatesType
ExceptionType
MainCode
SubCode
Type
Subject
Description
ExceptionTypeSequence
{1}
0..1
{2}
{3}
{4}
0..1 {5}
Allgemeine Definitionen von Typen, 
die mehrfach genutzt werden, sie 
werden im Attribute "type" eines 
Elementes genutzt
open.notrunning
open.notrunning.suspended
open.running
closed.completed
closed.abnormalCompleted.aborted
closed.abnormalCompleted.terminated
StatesTypeSequence
0..1 {1}
0..1
{2}
0..1
{3}
0..1
{4}
0..1 {6}
{5}0..1
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Abbildung A.19: Generelle Elemente im SimExchange Metamodell
Zur Beschreibung von Ausnahmen können Exception Elemente verwendet werden, die ne-
ben einem numerischen Fehlercode einen Titel (Subject) und eine kurze Beschreibung im
Element Description enthalten (vgl. Abbildung A.19). Die dargestellten Prozeßzustände
im XML Schema Element StatesType lassen sich nach [27], S. 17f wie folgt beschreiben:
• open.notrunning: ein Prozeß ist aktiviert, wurde aber noch nicht gestartet
• open.notrunning.suspended: ein Prozeß befindet sich in diesem Zustand, wenn er
bereits gestartet, aber seine Bearbeitung temporär ausgesetzt wurde
• open.running: kennzeichnet einen aktiven Prozeß im Zustand der Ausführung
• closed.completed: der Prozeß wurde erfolgreich abgeschlossen
• closed.abnormalCompleted: ein Prozeß wurde vorzeitig beendet, die zurückgelie-
ferten Daten haben den Stand der letzten erfolgreich absolvierten Aktivität
• closed.abnormalCompleted.terminated: der Prozeß wurde vom Bearbeiter (Per-
son oder Software) abgebrochen, alle innerhalb des Prozesses genutzten Aktivitäten
wurden entweder vollständig beendet oder abgeschlossen
• closed.abnormalCompleted.aborted: der Prozeß wurde abgebrochen, über den
Status der Ergebnisse kann keine Aussage getroffen werden
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A.4.6 Ausschnitt aus einem SimExchange Modell
Das Beispiel 9 für eine SimExchange-Nachricht beschreibt eine Anfrage zum Erzeugen eines
Prozesses. Im Nachrichtenheader wird der Typ der Nachricht (Request) vereinbart und ein
Key für die gewünschte Prozeßdefinition versandt. Im Nachrichtenkörper werden innerhalb
des Elementes CreateProcessInstance.Request die relevanten Daten zur Initialisierung
des Workflows eingebettet. Im konkreten Beispiel wird ein Workflow zur Reservierung eines
Lehrraumes gestartet, die Eingangsdaten beschreiben die geplante Veranstaltung (event).
Quellcode 9: Auschnitt aus einem SimExchange Dokument
<?xml version="1.0" encoding="iso-8859-1"?>
<WfMessage
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation=
"http://www.simplix.de/service/simexchange/1.0 simexchange.xsd"
version="1.0d01"
xmlns="http://www.simplix.de/service/simexchange/1.0">
<WfMessageHeader>
<Request
responseRequired="Yes" responseLang="en"
sessionKey="87462OJKA81238JKL"/>
<Key>
http://www.simplix.de/service/simflow/instances/... \
... organizational/roomreservation
</Key>
</WfMessageHeader>
<WfMessageBody>
<CreateProcessInstance.Request>
<ContextData>
<event>
<subject>student class</subject>
<startdate>2003-10-06</startdate>
<enddate>2003-10-12</enddate>
<usage type="dayly">
<starttime>8:00</starttime>
<duration>5:00</duration>
</usage>
<location>
<places>20</places>
<equipment>video beamer</equipment>
</location>
</event>
</ContextData>
</CreateProcessInstance.Request>
</WfMessageBody>
</WfMessage>
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Anhang B
Prototypische Implementierung
von Simplix Diensten
Die einzelnen Dienste und die für sie zur Verfügung gestellten Programmierschnittstellen
wurden bereits im Abschnitt 6.3 vorgestellt. Der vorliegende Anhang beschreibt neben
weiteren Details zur API zusätzlich Interna zur prototypischen Implementierung, die aus
der Sicht der Anwendungserstellung verborgen sind. Alle Serviceimplementierungen folgen
dem selben Grundgedanken mit einem strikt getrennten Domainlayer zu Speicherung der
einzelnen Daten und einer darauf aufbauenden Geschäftslogik, die das Zusammenspiel
der einzelnen Entitäten gewährleistet und den Zugriff auf das Domainmodell transparent
kapselt.
Die Umsetzung der einzelnen auf XML aufbauenden Metamodelle unterstützt neben dem
unmittelbaren Umgang mit XML-Datenströmen eine Schnittstelle zur Erstellung, Modi-
fikation und Analyse der Metamodelle. Außerdem können die konkreten Objektdaten per
XML oder über speziell bereitgestellte APIs modifiziert, erzeugt oder gelöscht werden. Da-
bei wird keine Aussage über die Speicherung der Metamodelle und die Implementierung
des Zugriffs gemacht.
Die folgenden Ansätze stehen zur Realisierung der Persistenz zur Verfügung:
• Einsatz eines Objektmodells, das die Modifikation der XML-Dokumente im Speicher
erlaubt, das Modell selbst wird als kompletter XML Datenstrom gespeichert:
– die Abbildung des Modells sollte dabei der XML-Spezifikation entsprechen,
mögliche Lösungen wären eine DOM-Implementierung oder ein anderes baum-
basiertes Modell wie XOM, die korrekte Abbildung von XML ist ein wesentlicher
Vorteil dieses Ansatzes
– problematisch sind dabei die Speicherung einzelner Elemente, die noch keinem
Dokument zugeordnet worden sind und das Arbeiten in verteilten Umgebun-
gen, da die APIs als reine Funktionsbibliotheken implementiert sind, bei einem
komponentenbasierten Ansatz müßte das gesamte API durch korrespondierende
Hilfsklassen im Komponentencontainer nachgebildet werden
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• die interne Serialisierung erfolgt mit den Mitteln des Komponentencontainers, nur
an den Dienstgrenzen werden die XML-Dokumente bereitgestellt bzw. entgegenge-
nommen:
– bei der Arbeit mit Komponenten sind Verteilungsaspekte besser zu realisieren,
notwendige Dienste, die den gleichzeitigen Zugriff oder Sicherheitsaspekte re-
gulieren, werden bereits vom Container bereitgestellt, die Serialisierung kann
ebenfalls vom Container umgesetzt werden
– nachteilig ist bei diesem Ansatz der Zwang zur Eigenimplementierung der XML-
Spezifikation, generelle Lösungen mit fertigen Komponenten werden (noch)
nicht angeboten, die korrekte Umsetzung der Spezifikation und der Pflegeauf-
wand zur permanenten Sicherstellung einer konformen Umsetzung auch bei
einer Weiterentwicklung der Spezifikation(en) stellt ein erhebliches Risiko dar
Um eine maximale Konformität mit der XML-Spezifikation zu erzielen, wurde sich in allen
Diensten für die Integration eines erprobten Objektmodells zur Beschreibung der Meta-
modelle entschieden. Dabei werden die Metamodelle als kompletter Datenstrom in der
Persistenzschicht abgelegt, die Modifikationen erfolgen immer auf der kompletten Doku-
mentenstruktur, die über das baumbasierte Objektmodell XOM bereitgestellt wird. Dieser
Ansatz ist bei den Metamodellen gerechtfertigt, da Änderungen von einem wesentlich ge-
ringeren Nutzerkreis durchgeführt werden und überwiegend lesend auf die Metamodelle
zugegriffen wird.
Bei der Implementierung der durch die Metamodelle beschriebenen Objektdaten ist dieser
Ansatz nicht sinnvoll, da ein hohes Aufkommen von Modifikationen durch eine Vielzahl
von Anwendern zu erwarten ist. Deshalb wurde hier eine Serialisierung mit den Mitteln
des Applikationsservers umgesetzt, erst innerhalb der Geschäftslogik erfolgt die Umsetzung
nach XML bzw. die Verarbeitung von eingehenden XML-Datenströmen.
Um eine möglichst einfache Handhabung der Schnittstelle zu ermöglichen, folgen die Me-
thoden zur Modifikation untergeordneter Elemente und zum Setzen der Attributwerte bei
allen Klassen zur Metamodellbeschreibung immer wieder dem gleichen Prinzip:
• einfache Attributwerte oder Subelemente mit einer Kardinalität von 0 oder 1 werden
über entsprechende getXXX()/setXXX()-Methoden realisiert
• bei einer Kardinalität größer als 1 werden zur Arbeit mit den assoziierten Elementen
bzw. Typen die folgenden Methoden angeboten:
– get<Type>Count() liefert die Anzahl der Subelemente eines bestimmten Typs
zurück
– über die Methode get<Type>List() erhält man eine Liste aller Objekte eines
Typs
– get<Type>(int position) und get<Type>(<attribute>) liefern ein konkre-
tes Element zurück, das entweder den übergebenen Index oder einen angegebe-
nen Attributwert (z.B. einen Namensstring) besitzt
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– mit indexOf(<type> type) wird der Index eines bestimmten Elements ermit-
telt
– insert<Type>(int position, <Type> type) und append<Type>(<Type> ty-
pe) fügen die übergebene Instanz entweder an der entsprechenden Position ein
oder als letztes Element ein
– die beiden Methoden remove<Type>(<Type> type) und remove<Type>(int po-
sition) entfernen das konkrete Element
– mit removeAll<Type>s() können alle dem Typ entsprechenden Subelemente
entfernt werden
Eine detaillierte Dokumentation aller Klassen und der zugehörigen Methoden erfolgt auf
der Webseite des Projektes unter http://www.simplix.de. Neben den grafischen Darstel-
lungen mit Hilfe der UML werden aus den Java-Schnittstellen mit Hilfe von Javadoc
korrespondierende HTML-Seiten generiert und bereitgestellt.
B.1 Der Simplix SchemaService
Alle im SchemaService enthaltenen Klassen sind in Abbildung B.1 auf der nächsten Sei-
te dargestellt. Die grau hinterlegten Klassen stellen Listen zum lesenden Zugriff auf die
einzelnen, in der Liste enthaltenen Objekte dar. Neben den bereits im Abschnitt 6.3.1
detaillierter vorgestellten Klassen und Methoden wird in Abbildung B.2 auf Seite 151 der
Zugriff auf die eigentlichen Datenobjekte dargestellt. Dabei wird ein InstanceSet mit
Hilfe der Metadaten der zugeordneten SimClass beschrieben. Der Zugriff auf die eigent-
lichen Entitäten kann dann über die Methode InstanceSet.loadInstances() realisiert
werden, eine SlotMap kann zum Einschränken der Ergebnismenge genutzt werden, in-
dem entsprechende Slotwerte vorgegeben werden. Eine einzelne Entität wird durch eine
Instance gekapselt, über deren Methoden die einzelnen Slotwerte und untergeordnete En-
titäten modifziert und gelöscht werden können. So können zum Beispiel Über die Methode
getChildren() die Kinder einer Instanz (z.B. die Räume einer Etage) geladen werden.
Da eine Entität mehrere Kinder mit unterschiedlichen Typen (SimClass Beschreibungen)
besitzen kann, erhält der Aufrufer ein MixedSet, das eine Menge von InstanceSets ent-
halten kann. Das MixedSet ist eine Liste zum Lesezugriff, die einzelnen InstanceSets der
Liste können aber sehr wohl modifiziert werden.
Alle vorgestellten Interfaces werden in der Implementierung mit Java EnterpriseBeans als
Stateful Session Beans mit den entsprechenden Stellvertretern (Stubs) umgesetzt. Das
Klassendiagramm in Abbildung B.3 auf Seite 151 verdeutlicht diesen Ansatz, dabei er-
zeugt ein Client über das vom Applikationsserver bereitgestellte SchemaHome Interface
und dessen create()-Methode ein Schema-Exemplar und greift auf die so bereitgestellten
Methoden zu. Die eigentliche Implementierung befindet sich in der Klasse SchemaBean.
Alle für die Modellierung der Metamodelle zuständigen Stateful Session Beans kommuni-
zieren mit der SchemaDocumentBean, die das komplette Dokumentenmodell zur Laufzeit
verwaltet. Diese Klasse ist auch für den Zugriff auf das persistente Schema über die Sche-
maStorageBean und deren lokale Schnittstellen SchemaStorageLocal und SchemaStora-
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Abbildung B.1: SchemaService: Darstellung aller Klassen
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Abbildung B.2: Implementierung der Zugriffsklassen für die Datenobjekte
EJBHome
(from ejb)
<<Interface>>
EJBObject
(from ejb)
<<Interface>>
SessionBean
(from ejb)
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EJBLocalHome
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(from xom)
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Abbildung B.3: Implementation der Persistenz mit Entity Beans
geLocalHome verantwortlich. Die SchemaStorageBean ist als Entity Bean realisiert, die
die Persistenz- und Transaktionsmechanismen des Applikationsservers nutzt.
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B.2 Der Simplix SecurityService
Einen Überblick über alle im SecurityService vorhandenen Klassen liefert Abbildung B.4
auf der nächsten Seite. Die grau hinterlegten Klassen sind einfache Listen zum Lesezugriff
auf die dort referenzierten Objekte und sie verfügen über eine Methode size() zur Abfrage
der Listengröße und eine get()-Methode, die das dem übergebenen Index entsprechende
Element zurückliefert. Änderungen an der Liste werden nicht im Objektmodell reflektiert,
Modifikationen an den einzelnen Elementen der Liste werden aber berücksichtigt.
Alle anderen Klassen wurden ähnlich wie der bereits im Abschnitt 6.3.2 dargestellte Typ
Role entworfen, die get/set-Methoden für Attribute und Subelemente entsprechen dem
bereits am Anfang des Anhangs vorgestellten Aufbau.
Die Klasse SecurityChecker bildet eine Ausnahme, sie bietet Convenience-Methoden
zum Zugriff auf ein gesamtes SecuritySet, um beispielsweise Privilegien für eine gan-
ze Gruppe von Klassen eines SimSchema Metamodells oder um ein entsprechend den
definierten Sicherheitsrichtlinien reduziertes SimSchema zu erhalten. Einen detaillierten
Überblick zu den vorhandenen Methoden liefert auch hier die API-Dokumentation auf
http://www.simplix.de.
Bei der Implementierung werden alle Klassen mit Java EnterpriseBeans als Stateful Session
Beans realisiert. Eine Speicherung der einzelnen XML-Dokumente erfolgt ähnlich wie beim
Simplix SchemaService über eine Entity Bean, die das gesamte XML-Dokument an die
nachfragende SecurityService-Instanz liefert (vgl. dazu auch Abb. B.3 auf der vorherigen
Seite).
B.3 Der Simplix WorkflowService
Eine Übersicht über alle in der Schnittstelle definierten Klassen gibt Abbildung B.5 auf
Seite 154. Die grau hinterlegten Klassen sind Listen von Elementen eines bestimmten
Typs, auf die lesend zugegriffen werden kann. Lediglich die Änderungen auf den einzel-
nen Listenelementen wirken sich auf das Objektmodell aus. Der Aufbau der einzelnen
Klassenschnittstellen wurde wie bei den bereits vorgestellten Diensten gestaltet, um den
Einarbeitungsaufwand so gering wie möglich zu halten. Alle Objekte bieten Methoden
zum Umgang mit XML und zur Manipulation der assoziierten Objekte (vgl. dazu die
Ausführungen im Anhang B.2).
Neben den bereits im Abschnitt 6.3.3 erwähnten Klassen zur Prozeßdefinition werden vom
WorkflowService auch Klassen zur Verwaltung der eigentlichen Prozeßinstanzen bereitge-
stellt. Als Einstiegspunkt für Clientanwendungen dient dabei die in Abbildung B.6 auf
Seite 155 dargestellte Klasse SimflowServer. Der SimflowServer bietet Zugriff auf die
Prozeßdefinitionen (ProcessDefinitions), Prozeßinstanzen (ProcessInstances), Akti-
vitäten (ActivityInstances) und Aufgabenlisten (WorkItems). Die einzelnen Schnittstel-
len besitzen Methoden zur Verwaltung der Prioritäten (getPriority()/setPriority()),
Methoden zur Manipulation des Zustandes eines Prozesses oder Prozeßbestandteils (get-
Status()/setStatus()) und Methoden zum Umgang mit den eigentlichen Prozeßdaten
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Abbildung B.4: SecurityService: Darstellung aller Klassen
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Abbildung B.5: WorkflowService: Darstellung aller Klassen
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Abbildung B.6: Klassen zur Arbeit mit Prozeßinstanzen
im XML-Format (getData()/setData()). Weitere Details können der API-Dokumenta-
tion unter http://www.simplix.de entnommen werden.
Bei der Implementierung des Dienstes wird auch hier eine Umsetzung über Java Enterpri-
seBeans vorgeschlagen. Die einzelnen Klassen der Schnittstelle werden als Stateful Session
Beans realisiert. Das Metamodell wird als komplettes XML-Dokument gespeichert und
vom Prinzip her wie beim Simplix SchemaService ausgeführt. Dabei wird eine Entity
Bean eingesetzt, die den Zugriff auf das XML-Dokument ermöglicht. Die Daten innerhalb
der Workflows werden erst in der Schnittstellenimplementierung zu XML umgesetzt, die
Speicherung selbst erfolgt über ein gemeinsam genutztes Domainmodell, das vom Meta-
modell des Simplix SchemaServices beschrieben wird. Das Domainmodell wird in Form
von Entity Beans implementiert, dadurch lassen sich für die einzelnen Objektdaten die
Persistenzmechanismen des Applikationsservers nutzen.
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Anhang C
Glossar
AKO: Der Arbeitskreis Objekte war ein von 1996 bis 1998 aktiver Zusammenschluß junger
Wissenschaftler der Bauhaus Universität Weimar, der HOCHTIEF Software GmbH,
der TU Berlin, der Fraunhofergesellschaft und der TU Dresden, der Schnittstellen-
spezifikationen für verteilte, metadatenbasierte Modellverwaltungssysteme entworfen
hat. Weitere Informationen findet man unter
http://www.uni-weimar.de/~iwv/forschung/forsch-ako.html.
Applikationsserver: Ein Applikationsserver stellt eine generische Ablaufumgebung für
Anwendungslogik zur Verfügung. Die Leistungen (Services), die ein Applikations-
server anbietet, umfassen das Ressourcenmanagement, Persistenzmechanismen, Au-
thentifizierung, Autorisierung, einen Namensdienst und Transaktionsmanagement.
Sie unterstützen verteilte Objekte über →RMI-IIOP und →CORBA. Entscheidend
ist der Einsatz standardisierter Dienste, soll der Applikationsserver J2EE-konform
sein, muß er die Schnittstellen der oben genannten Dienste implementieren und einen
→Enterprise JavaBeans Container enthalten.
Business Objekt: Softwaretechnische Komponente, die Bestandteil einer branchenspe-
zifischen Anwendung oder Domain sein kann und dort eine konkrete, spezifische
Bedeutung besitzt. Diese Komponente bildet eine stärker abstrahierende Repräsen-
tation als die (oft) implementationsabhängigen Objekte des objektorientierten Ent-
wurfs.
Componentware: Softwaresysteme, die sich aus einzelnen, interagierenden Komponen-
ten zusammensetzen, deren Entwicklung unabhängig voneinander erfolgt ist und
deren wiederholter Einsatz in einer Gruppe von Anwendungen geplant wurde.
CAD: Computer Aided Design - beschreibt Software zum computerunterstützten Entwer-
fen. CAD-Programme dienen zum Beispiel Architekten oder technischen Zeichnern
beim Erstellen von Grundrissen, Schaltplänen und Karten. Sie werden zum Entwer-
fen, Bearbeiten, Drucken/Plotten und Speichern von maßstabsgerechten Entwurfs-
zeichnungen eingesetzt.
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CAFM: Computer Aided Facility Management - die rechnergestützte Verwaltung von
Daten und Informationen eines Bauwerks und seiner Infrastruktur über dessen ge-
samten Lebenszyklus. Unterstützung bei der Durchführung von Routineaufgaben,
wie Wartung, Reparaturmaßnahmen oder Umbau. Ermöglichung von Kostenberech-
nungen und -abschätzungen auf der Basis der gesammelten Daten.
CASE: Computer Aided Software Engineering - Ansatz für eine ingenieurmäßige und
halbautomatisierte Softwareentwicklung durch benutzerfreundliche Entwicklungsum-
gebungen. Das Komponentenparadigma ist nur mit Hilfe leistungsfähiger CASE-
Tools sinnvoll, diese können z. B. aus grafischen Repräsentationen auf der Basis von
→UML Softwarebausteine generieren bzw. vorhandene Komponenten mit Hilfe des
Werkzeuges zu neuen Anwendungen kombinieren.
CORBA: Die Common Object Request Broker Architecture ist eine objektorientierte
Middleware, die plattformübergreifende Protokolle und Services definiert und von
der Object Management Group (OMG) entwickelt wird. CORBA ermöglicht das Er-
stellen von verteilten Anwendungen in heterogenen Umgebungen. CORBA ist nicht
an eine bestimmte Programmiersprache gebunden. Mittels einer Interface Definition
Language (IDL) erstellt man eine formale Spezifikation der Klassen und Objekte
sowie sämtlicher Parameter und Datentypen, die Beschreibung wird dann in die
gewünschte Programmiersprache umgesetzt.
Domain: Ein durch eigene, für einen speziellen Anwendungsbereich gültige, konzeptuelle
Eigenschaften charakterisierter Bereich, der sich von anderen Bereichen abgrenzt. Bei
Softwaresystemen kann man z. B. branchenspezifische Anwendungsdomains (etwa
kaufmännisches oder infrastrukturelles Facility Management) unterscheiden.
Domainmodell, Domainobjekte: Eine →Domain kann in einem entsprechenden Mo-
dell beschrieben werden, das dann die essentielle, logische Struktur des Systems wi-
derspiegelt. Die einzelnen, im Domainmodell verwalteten Exemplare/Objekte bilden
die Domainobjekte.
EDI/EDIFACT: Im Auftrag der United Nations Economic Comission for Europe (UN-
ECE) wurden im Jahre 1985 aus den zwei Richtlinien ANSI X12 (USA) und TDI (Eu-
ropa) die Regeln des Electronic Data Interchange (EDI) und des Electronic Data In-
terchange For Administration, Commerce and Transport (EDIFACT) entwickelt. Sie
beschreiben eine Syntax für den branchenübergreifenden Geschäftsdatenaustausch,
jede EDIFACT-Nachricht steht für einen bestimmten Geschäftsvorfall. Detailinfor-
mationen findet man unter
http://www.unece.org/trade/untdid/welcome.htm
Enterprise JavaBeans: Gemäß der J2EE-Spezifikation sind EJBs selbständige Kompo-
nenten, die innerhalb eines Applikationsservers ablaufen und die gesamte Anwen-
dungslogik kapseln. Es existieren Session Beans zur Implementierung der Geschäfts-
prozesse, Entity Beans zur Repräsentation der Geschäftsdaten und Message Driven
Beans zur asynchronen Verarbeitung von Nachrichten.
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Exemplar: Ein Exemplar stellt die zur Laufzeit eines Systems konkret angelegten Da-
ten dar, die einer Klassen- bzw. Typbeschreibung im Sinne der objektorientierten
Modellierung entsprechen. Auf einem Exemplar können die Methoden der Klasse
angewendet werden.
Facility Management: Die Euro Facility Management (http://www.eurofm.org) defi-
niert Facility Management als den ganzheitlichen strategischen Rahmen für koordi-
nierte Programme, um Gebäude, ihre Systeme und Inhalte kontinuierlich bereitzu-
stellen und an die wechselnden organisatorischen Bedürfnisse anzupassen.
Fat Client: Mit dem Begriff des Fat Client soll dargestellt werden, daß clientseitige
Anwendungsprogramme von Geschäftslogik überladen werden und deshalb immer
schwerer zu warten sind, eine Verlagerung der Aufgaben zu einem oder mehreren
Servern und der Einsatz von →Thin Clients sollen Abhilfe schaffen. Die Auswahl
zwischen Ansätzen mit Fat oder Thin Clients ist immer von den Rahmenbedingun-
gen beim Einsatz der Software abhängig.
Framework: Stellt eine Sammlung wiederverwendbarer Entwurfsentscheidungen eines
Anwendungsbereiches dar, die in Form von (abstrakten) Klassen und Diensten bzw.
Funktionsbibliotheken vorliegen.
GEFMA e.V.: Der Deutsche Verband für Facility Management e.V. repräsentiert mit
370 Mitgliedsunternehmen ein Netzwerk aus Nutzern, Anbietern, Investoren, Con-
sultants und Wissenschaftlern, die→Facility Management als professionelle Antwort
auf Kosten und Qualität verstehen. Einen Arbeitsschwerpunkt bilden die Richtlinien
der GEFMA e.V. zum Facility Management.
IFC: Die Industry Foundation Classes beschreiben ein Bauwerksmodell zum Austausch
von Informationen einzelner Fachbereiche der Architektur, des Bauingenieurwesens
und des →Facility Managements. Die Spezifikationen der IFC werden von der Inter-
national Alliance for Interoperability definiert. Details findet man unter
http://www.iai-international.org.
Instanz: Der Begriff der Instanz ist eine direkte Übertragung des englischen Wortes in-
stance, eine bessere deutsche Übersetzung beim objektorientierten Entwurf bildet
der Begriff →Exemplar.
Komponente: Eine (Software-)Komponente ist ein vorgefertigter, binärer Softwarebau-
stein mit einer anwendungsorientierten, semantisch kohärenten Funktionalität. Die
strikte Kapselung der Implementierung und die damit verbundene Black-Box-Wie-
derverwendung führt zu einer gewissen Selbständigkeit der Komponente und ermög-
licht somit eine lose Kopplung der Komponente in einer verteilten Umgebung. Mittels
vertraglich vereinbarter→Schnittstellen können kooperierende Komponenten auf die
angebotene Funktionalität zugreifen (nach [51], S. 292).
Legacy System, Legacy Software: Bereits existierende Anwendungssoftware, die mit
anderen als den bevorzugten aktuellen Entwicklungsmethoden erstellt wurde. Das
Altsystem verwaltet aber nach wie vor wichtige Datenbestände und steuert relevante
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Geschäftsabläufe, es kann deshalb nicht ohne weiteres ersetzt werden, sondern muß
in neue Systeme eingebunden werden.
Microsoft .Net: Die Microsoft Plattform für XML-Web Services verbindet Informatio-
nen, Geräte und Anwender in einer einheitlichen und personalisierten Weise mitein-
ander. Das zugrundeliegende →Framework setzt sich aus zwei Hauptkomponenten,
der Common Language Runtime und den Klassenbibliotheken wie ASP .NET, ADO
.NET und Windows Forms zusammen. Die interne Komponentenarchitektur bildet
COM+.
Metaschema, Metadaten: Ein Metaschema beschreibt den Aufbau von Metadaten, die
Metadaten selbst werden zur Klassifizierung und detaillierten Beschreibung der ei-
gentlichen Daten eingesetzt (”Daten über Daten“).
Model Driven Architecture: Die MDA beschreibt einen herstellerneutralen Standard
der OMG zur Entwicklung von Softwaresystemen auf der Basis der Unified Modeling
Language (→UML), der Meta-Object Facility (MOF) und dem Common Warehou-
se Meta-model (CWM). Dabei werden auf den einzelnen Spezifikationen der OMG
aufbauend, sprachunabhängige Softwaresysteme entworfen, die erst von den entspre-
chenden Modellierungswerkzeugen in ein plattformspezifisches Modell transformiert
werden.
MVC, Model 2 Architektur: Das Model/View/Controller-Muster beschreibt eine über
bloße Objektorientierung hinausgehende, vor allem im GUI-Bereich sehr angebrach-
te Denkweise, die Software als eine Ansammlung von Models, Views und Control-
lern sieht. Eine speziell auf den Einsatz in Webanwendungen abgestimmte Form des
Musters mit Servlets (Controller) , Java Server Pages (View) und JavaBeans oder
→Enterprise JavaBeans (Model) wird als Model 2 Architektur bezeichnet.
Nachricht: Eine Nachricht (engl. Message) ist eine Anfrage an einen Dienst oder ein Ob-
jekt, die Nachrichten sind in einem spezifizierten Format (z.B. SOAP-Nachrichten)
und werden über ein Trägerprotokoll befördert. Der Empfang einer Nachricht wird
in der Regel als Instanz eines Ereignisses betrachtet und löst beim empfangenden
Dienst/Objekt eine Reaktion aus.
Open Source: Die Definition des Begriffs wird von der Open Source Initiative (OSI) un-
ter http://www.opensource.org im Original veröffentlicht. Open Source bedeutet
nicht einfach nur Zugriff auf den Quellcode. Die Bedingungen zur Verbreitung eines
Open-Source-Programms umfassen unter anderem Angaben zur freien Weiterverbrei-
tung oder zum Quellcode. Ein Beispiel für eine zur Open Source Definition konforme
Lizenz ist die GNU GPL (http://www.opensource.org/gpl-license.html).
Plugin, Plugin-Architektur: Plugins (engl. to plug in, dt. anschließen, einstöpseln)
sind Hilfsprogramme, die sich in andere Programme einbinden lassen und somit
den Funktionsumfang des Programms erhöhen. Beispiele für Architekturen, die mit
Plugins arbeiten, sind die Internetbrowser oder die integrierte Entwicklungsumge-
bung Eclipse.
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Proprietäre Software: Der Begriff der proprietären (lateinisch: Eigentümer) Software
bezeichnete ursprünglich Systeme mit technischen Eigenlösungen, die zu einer Ver-
inselung führten, inzwischen wird damit gleichzeitig Copyright-behaftete Software
ohne offengelegten Quelltexte bezeichnet.
Prozeß, ergonomischer: Ein Vorgang, zu dem es eine Beschreibung (ein Schema) gibt.
Ergonomische Prozesse haben menschliches Handeln als Grundlage, sie resultieren
aus einer Folge von Aktivitäten eines Beschäftigten mit entsprechenden Arbeitsmit-
teln an einem Arbeitsobjekt.
RMI-IIOP: Das Remote Method Invocation over Internet Inter-ORB Protocol ist das
Standardprotokoll in der Java 2 Plattform Enterprise Edition für die Kommunikation
verteilter Objekte über System- und Rechnergrenzen hinweg. RMI-IIOP kombiniert
die Spezifikationen zum Aufruf entfernter Prozeduren über RMI und die Kommuni-
kation über das von der OMG standardisierte und in →CORBA verwendete IIOP.
Rolle, rollenbasierter Zugriff: Bei der rollenbasierten Zugriffskontrolle werden die Zu-
griffsrechte nicht direkt an einen Nutzer, sondern an Rollen gebunden. Rollen dienen
dabei als Schablonen für die Beschreibung von Arbeitsplatzfunktionen. Nutzern wer-
den Zugriffsrechte indirekt durch ihre Rollenzugehörigkeit zugewiesen.
Schema: Ein Schema beschreibt die strukturelle Sichtweise auf ein Modell über die enthal-
tenen Elemente und deren Beziehungen zueinander. Alle in der vorliegenden Arbeit
definierten →Metamodelle beschreiben die Strukturen für einen speziellen Dienst
über die Gesamtheit der Elemente und deren Beziehungen mit Hilfe von XML Sche-
ma.
Schnittstelle: Im Sinne der objektorientierten Modellierung wird der Begriff der Schnitt-
stelle in [57], S. 454 als ”die Menge öffentlicher Operationen, die von einem Typ oder
einer Klasse zugelassen sind“ definiert. Ein Typ (oder auch Konzept) ist dabei ”eine
von allen geteilte Idee oder Vorstellung, die auf bestimmte Dinge (d.h. auf Objekte)
in unserem Bewußtsein zutrifft“ (ebenda, S. 452).
Softwaremuster: ”Ein Software-Architektur-Muster beschreibt ein bestimmtes, in einem
speziellen Entwurfskontext häufig auftretendes Entwurfsproblem und präsentiert ein
erprobtes generisches Schema zu seiner Lösung. Dieses Lösungsschema spezifiziert
die beteiligten Komponenten, ihre jeweiligen Zuständigkeiten, ihre Beziehungen un-
tereinander und die Art und Weise, wie sie kooperieren.“ (siehe [48], Seite 8)
SOAP: Das Simple Object Access Protocol ist ein plattformunabhängiges, XML-basiertes
Protokoll, welches dazu dient, Anwendungen über das Web oder in heterogenen Com-
puternetzen mittels des Hypertext Transfer Protocol (HTTP) miteinander kommuni-
zieren zu lassen. SOAP besteht aus dem SOAP envelope, der den generellen Nachrich-
tenaufbau beschreibt, aus den SOAP encoding rules, die Serialisierungsmechanismen
für benutzerdefinierte Typen beschreiben, und aus der SOAP RPC representation,
die Konventionen zum Aufruf entfernter Methoden spezifiziert.
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STEP: Der Standard for Exchange of Product Model Data ist als ISO 10303 ein verbind-
licher Standard, der es erlaubt, Produktdaten über den gesamten Lebenszyklus eines
Produktes unabhängig von Hard- und Software zu beschreiben. STEP definiert un-
ter anderem die Datenbeschreibungssprache EXPRESS, Implementierungsrichtlinien
und branchenspezifische Applikationsprotokolle.
Thin Client: Die Verarbeitung von Anwendungslogik erfolgt im Gegensatz zu einer An-
wendung mit→Fat Clients serverseitig, lediglich die Benutzereingaben und die Aus-
gabe der (formatierten) Ergebnisse werden vom Client übernommen. So ist zum
Beispiel bei einer Webanwendung lediglich der Browser zum Rendern der Ergebnis-
se notwendig. Dadurch wird eine Minimierung der clientseitigen Wartung erreicht,
allerdings verschiebt sich die Verarbeitungslast auf den Server.
Transparenz: Dem englischen Sprachgebrauch entlehnter Begriff, der systemtechnische
Vorgänge als nicht sichtbar kennzeichnet, im Gegensatz zum deutschen Sprachge-
brauch (“durchsichtig”) ist also “unsichtbar” gemeint.
UML: Die Unified Modeling Language ist eine von der Object Management Group ent-
wickelte Entwurfssprache in Form von graphischer Notation um Strukturen und
Abläufe in objektorientierten Programmsystemen darzustellen. Die einzelnen Dia-
gramme können mit →CASE Tools bearbeitet und zur Codegenerierung genutzt
werden.
Webanwendung: Eine Webanwendung besteht aus View-Elementen (statische oder dy-
namisch erzeugte HTML-Seiten). Der Client greift als→Thin Client auf die Anwen-
dung zu und kann über interaktive Elemente mit der Webanwendung kommunizieren.
Die Verarbeitung erfolgt serverseitig über Controller (z.B. Servlets) und ein server-
seitiges Modell. Bei einer J2EE-basierten Webanwendung kommt häufig die→Model
2 Architektur zum Einsatz.
WfMC: Die Workflow Management Coalition ist eine internationale, nichtkommerziel-
le Organisation von Systemherstellern, Anwendern und wissenschaftlichen Einrich-
tungen mit ca. 285 Mitgliedern. Zu den Zielen gehört die weitere Verbreitung von
Workflow-Technologien auf der Basis von Spezifikationen. Nähere Informationen fin-
det man unter http://www.wfmc.org.
Workflow: Ein automatisierter Geschäftsprozeß (engl. business process) bildet entspre-
chend [21], S. 8 einen Workflow: ”The automation of a business process, in whole or
part, during which documents, information or tasks are passed from one participant
to another for action, according to a set of procedural rules.“
Workflow Management System: Die WfMC definiert den Begriff des Workflow Ma-
nagement Systems in [21], S. 9: ”A system that defines, creates and manages the
execution of workflows through the use of software, running on one or more work-
flow engines, which is able to interpret the process definition, interact with workflow
participants and, where required, invoke the use of IT tools and applications.“
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XML Schema: Ein XML Schema Dokument ist ein XML-Dokument mit einem vom
W3C festgelegten Aufbau zur Beschreibung der Struktur für XML-Dokumente, das
so definierte Dokument kann gegen das Schema validiert werden.
XML: Die Extensible Markup Language ist eine erweiterbare Auszeichnungssprache, mit
deren Hilfe konkrete Dokumentenformate definiert werden können. Die XML ist von
der ISO 8879 (SGML) abgeleitet und wurde entworfen, um die hohen Anforderungen
an das elektronische Publizieren abzudecken und um den Austausch unterschiedlich-
ster Daten zu realisieren.
XSL: Die Extensible Stylesheet Language beinhaltet eigentlich zwei Sprachen, eine Trans-
formationssprache (XSL Transformations, XSLT) und eine Sprache zur Definition
von Formatobjekten (XSL Formatting Objects, XSL-FO, unmittelbar in der XSL-
Spezifikation beschrieben). Mit XSLT können XML-Dokumente mit Hilfe eines XSLT
Stylesheets in neue XML-Dokumente umgewandelt werden, reine Textdokumente
stellen dabei einen Spezialfall dar. Über XSL-FO können Dokumente in ein XML-
Präsentationsformat umgewandelt werden, das zum Beispiel als PDF-Dokument aus-
gegeben werden kann.
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[7] E DIN EN ISO 9001, Qualitätsmanagement-Systeme; Forderungen.
Entwurf Mai 1999.
[8] R. Amor (Editor) ECPPM 98: Product and Process Modelling in the Building Indu-
stry.
Building Research Establishment Ltd. 1998.
[9] Facility Management - Integration, Planung, Gebäudemanagement.
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TU Dresden, 1996.
[36] Jens Müller, Diplomarbeit. Abfrage und Präsentation von Daten eines CAFM-
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