Application development in the Internet of Things (IoT) is challenging because it involves dealing with issues that attribute to different life-cycle phases. First, the application logic has to be analyzed and then separated into a set of distributed tasks for an underlying network. Then, the tasks have to be implemented for the specific hardware. Moreover, we take different IoT applications and present development of these applications using IoTSuite.
Introduction
Recent technological advances in computer and communication technology have been fueling a tremendous growth in a number of smart objects (or things) [19] . In the Internet of Things 1 , these "things" acquire intelligence, thanks to the fact that they access information that has been aggregated by other things. For example, a building interacts with its residents and surrounding buildings in case of fire for safety and security of residents, offices adjust themselves automatically accordingly to user preferences while minimizing energy consumption, or traffic signals control in-flow of vehicles according to the current highway status [7, 1] . It is the goal of our work to enable
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An important challenge that needs to be addressed in the IoT is to enable the rapid development of applications with minimal effort by stakeholders involved in the process [11, 13] . In our previous publications [15, 5, 14] , we have provided a complete tour of our IoT application development process, summarized in Section 2. This paper goes beyond it. In particular, it describes implementation technologies, tools, language used and their rationales of choosing them [17, 6, 12] . Although various efforts exist in literature for making IoT application development easier, very few of them are publicly available for stakeholders to choose from. Given the usefulness of open source, our aim is to provide an opportunity to community for the creation of novel software engineering tools and the conduction of novel research for IoT application development.
The main contribution of this paper is an implementation of ToolSuite, a suite of tools, for reducing burden at different phases for IoT application development (detail in Section 3). Moreover, we take different class of IoT applications [16] and describe an application development process using IoTSuite.
Outline. The remainder of this paper is organized as follows: Section 2 presents the development framework that includes the proposed modeling languages and automation techniques. Section 3 presents the implementation of the development framework and describes implementation technologies, tools, and languages used. Section 4 describes step by step IoT application development process using IoTSuite. It also focus on different class of application to demonstrate application development using IoTSuite. Finally, in Section 5, we conclude this article and briefly mention some of future directions.
IoT application development process
This section presents our development framework that separates IoT application development into different concerns, namely domain, platform, functional, and deployment. It integrates a set of high-level modeling languages to specify such concerns. These languages are supported by automation techniques at various phases of application development process. Stakeholders carry out the following steps in order to develop an IoT using our approach:
Domain Concern
This concern is related to concepts that are specific to a domain (e.g., building automation, transport) of an IoT.
The stakeholders task regarding such concern consists of the following step:
Specifying and compiling domain specification. The domain expert specifies a domain specification using the Domain Language (DL) ( Step 1 in Figure 1 ). The domain specification includes specification of resources, which are responsible for interacting with Entities of Interest (EoI).
This includes tags (identify EoI), sensors (sense EoI), actuators (affect EoI), and storage (store information about EoI). In the domain specification, resources are specified in a high-level manner to abstract low-level details from the domain expert.
Functional Concern
This concern is related to concepts that are specific to functionality of an IoT application. An example of a functionality is to open a window when an average temperature value of a room is greater than 30
• C. The stakeholders task regarding such concern consists of the following steps:
Specifying application architecture. Referring the domain specification, the software designer specifies an application architecture using the Architecture Language (AL)- ( Step 2 in Figure 1 ). It consists of specification of computational services and interaction among them. A com- Implementing application logic. The compilation of an architecture specification generates an architecture framework (Step 3 in Figure 1 ). The architecture framework contains abstract classes, corresponding to each computational service, that hide interaction details with other software components and allow the application developer to focus only on application logic. The application developer implements only abstract methods of generated abstract classes, described in our work [9, p. 73] . We have integrated a framework for common operations. This further reduces the development effort for commonly found operations in IoT application and provides re-usability.
Platform Concern
This concern specifies the concepts that fall into computer programs that act as a translator between a hardware device and an application. The stakeholders task regarding such concern consists of the following steps:
Generating device drivers. The compilation of domain specification generates a domain framework (Step 4 in Figure 1 ). It contains concrete classes corresponding to concepts defined in the domain specification. The concrete classes contain concrete methods to interact with other software components and platform-specific device drivers, described in our work [9, p. 75 Specifying user interactions. To define user interactions, we present a set of abstract interactors, similar to work [2] , that denotes information exchange between an application and a user. The software designer specifies them using User Interaction Language (UIL) (Step 5 in Figure 1 ).
Implementing user-interface code. Leveraging the user interaction specification, the development framework generates a User Interface (UI) framework (step 6 in Figure 1) . The UI framework contains a set of interfaces and concrete classes corresponding to resources defined in the user interaction specification. The concrete classes contain concrete methods for interacting with other software components. The user interface designer implements interfaces. These interfaces implement code that connects appropriate UI elements to concrete methods. For instance, a user initiates a command to heater by pressing UI element such as button that invokes a sendCommandToHeater() concrete method.
Deployment Concern
This concern is related to deployment-specific concepts that describe the information about a device and its properties placed in the target deployment. It consists of the following steps:
Specifying target deployment. Referring the domain specification, the network manager describes a deployment specification using the Deployment Language (DL) (Step 7
in Figure 1 ). The deployment specification includes the details of each device as well as abstract interactors specified in the user interaction specification.
Mapping. The mapper takes a set of devices defined in the deployment specification and a set of computation components defined in the architecture specification(Step-8 in Figure 1 ). It maps computational service to a device.
The current version of mapper algorithm [9] selects devices randomly and allocates computational services to the selected devices.
Linking
The linker combines the code generated by various stages and creates packages that can be deployed on devices (Step 9 in Figure 1 ). This stage supports the application deployment phase by producing device-specific code to result in a distributed software system collaboratively hosted by individual devices, thus providing automation at the deployment phase.
The final output of linker is composed of three parts:
(1) a runtime-system runs on each individual device and provides a support for executing distributed tasks, (2) a device-specific code generated by the linker module, and (3) a wrapper separates generated code from the linker module and underlying runtime system by implementing interfaces.
Components of IoTSuite
This section presents the implementation of the proposed IoT application development process discussed in Section 2. In particular, it describes implementation technologies, tools, language used and their rationales of choosing them. Figure 2 shows the various components at each phase of application development that stakeholders can use, described below.
• Editor: It helps stakeholders to write high-level specifications, including domain, architecture, userinteraction, and deployment specification.
• Compiler: It parses the high-level specifications and translates them into the code that can be used by other components in the system.
• Mapper: It maps computational services described in an architecture specification to devices listed in an deployment specification.
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Spec. Eclipse IDE for implementing UI framework Figure 2 -Overview of components in IoTSuite.
• Linker: It combines and packs code generated by various stages of compilation into packages that can be deployed on devices.
• Runtime system: It is responsible for a distributed execution of an application.
Each component is described in detail in the following sections.
Editor
The editor provides supports for specifying high-level • We implemented Outline/Structure view feature, which is displayed on top most right side of the screen -(Refer Figure 4) . It displays an outline of a file highlighting its structure. This is useful for quick navigation. As shown in Figure 4 , vocab.mydsl file contains a large number of structures, sensors, and actuators, than from outline view by just clicking on particular structure (e.g., TempStruct) it navigates to TempStruct definition in the vocab.mydsl. So, developers don't need to look into an entire file.
• Using syntax coloring feature, keywords, comments, and other datatype elements are appeared in colored text. Here, resources, and tags are appeared in colored text as shown in Figure 5 .
• Using code folding, developer can collapse parts of a file that are not important for current task. In order to implement code folding, click on dashed sign located in left most side of the editor. When developer clicked on dashed sign, it will fold code and sign is converted to plus. In order to unfold code, again click on plus sign. As shown in Figure 6 , the code is folded for TempStruct, and BadgeStruct.
• The error checking feature guides developer if any error is there. An error in the file is marked automatically e.g., violation of the specified syntax or reference to undefined elements. Error checking indicates if anything is missing/wrong in particular specification file.
• The Auto completion is used to speed up writing text in specification files. In order to use auto completion feature, developer needs to press ctrl+space key at current cursor position, so it will provide suggestion.
Here in BadgeReader definition, if developer writes
Bad and press ctrl+space than it will suggest developer to write BadgeStruct (Refer Figure 7) .
Compiler
The compiler parses high-level specifications and translates them into code that can be used by other components in the system. This component is composed of two modules: (1) parser. It converts high-level specifications into data structures that can be used by the code generator.
(2) code generator. It uses outputs of the parser and produces files in a target implementation language. In the following, each of these modules are discussed.
Parser. It converts high-level specifications (domain, architecture, userinteraction, and deployment specification) into data structures that can be used by the code generator. Apart from this core functionality, it also checks syntax of specifications and reports errors to stakeholders.
The parser is implemented using ANTLR parser generator [8] . The ANTLR parser is a well-known parser generator that creates parser files from grammar descriptions.
Code generator. Based on parser outputs, the code generator creates required files. It is composed of two sub- The plug-ins are implemented using StringTemplate Engine 5 , a Java template engine for generating source code or any other formatted text output. In our prototype implementation, the target code is in the Java programming language compatible with Eclipse IDE. However, the code generator is flexible to generate code in any object-oriented programming language, thanks to the architecture of the code generator that separates core-module and plug-ins.
We build two compilers to aid stakeholders shown in shows a generated architecture framework containing Java files ( 1 in Figure 8 ) in Eclipse IDE. 2 in Figure 8 shows a generated Java file in the architecture framework for a
RoomController. Note that the generated framework contains abstract method ( 3 in Figure 8 ), which are implemented by the application developer using Eclipse IDE.
Mapper
The mapper produces a mapping from a set of computational services to a set of devices. duces mapping decisions into appropriate data structures.
The code generator consumes the data structures and generates mapping files that can be used by the linker component.
In our current implementation, this module randomly maps computational services to a set of devices. However, due to generality of our framework, more sophisticated mapping algorithm can be plugged into the mapper component.
Linker
The linker combines and packs code generated by various stages of compilation into packages that can be deployed on devices. It merges a generated architecture framework, application logic, mapping code, device drivers, and domain framework. This component supports the deployment phase by producing device-specific code to result in a distributed software system collaboratively hosted by individual devices.
The current version of the linker generates packages for Android, Node.js, and JavaSE platform. Figure 10 illustrates packages for Android devices ( 1 in Figure 10 ), JavaSE target devices ( 2 in Figure 10 ), and Node.js devices ( 3 in Figure 10 ) and imported into Eclipse IDE.
In order to execute code, these packages still need to be compiled by a device-level compiler designed for a target platform.
Runtime system
The main responsibility of the runtime system is a distributed execution of IoT applications [10] . It is divided 
subscribe(). It is an interface for receiving event noti-
fications. An interest of events is expressed by sending a subscription request, which contains: a event name (e.g., temperature), information for filtering events such as regions of interest (e.g., a RoomAvgTemp component wants to receive events only from a current room), and subscriber's information.
command().
It is an interface for triggering an action of an actuator. A command contains: a command name (e.g., switch-on Heater), command parameters (e.g., set temperature of Heater to 30
• C), and a sender's information.
request-response().
It is an interface for requesting data from a requester. In reply, a receiver sends a response. A request contains a request name (e.g., give profile information), request parameters (e.g., give profile of person with identification 12), and information about the requester. 
Eclipse plug-in
We have integrated the above mentioned components as Eclipse plug-in to provide end-to-end support for IoT Figure 11 ) -using which the network manager can describe a deployment specification of a target domain and invoke the mapping component. The network manager can combines and packs code generated by various stages of compilation into packages that can be deployed on devices. 
Deploy.mydsl ( 4 in

Personalized HVAC application:
A home consists of several rooms, each one is instru- A retrieval from the storage requires a parameter, specified using the accessed-by keyword (Listing 1, line 19). Deployment of generated packages. The output of compilation of deployment specification produce a set of platform specific project/packages as shown in Figure 18 for devices, specified in the deployment specification (Refer Listing 5). These projects compiled by device specific compiler designed for the target platform. The generated packages integrate the run-time system.
Fire Detection Application
A home consists of several rooms, each one is instrumented with several heterogeneous entities for providing resident's safety. To ensure the safety of residents, a fire detection application is installed. It aims to detect fire by analyzing data from smoke and temperature sensors. Deployment of generated packages. The output of compilation of deployment specification produce a set of platform specific project/packages as shown in Figure 23 for devices, specified in the deployment specification (Refer Listing 11). These projects compiled by device specific compiler designed for the target platform. The generated packages integrate the run-time system.
Smart Home Monitoring Application
A home consists of several rooms, each one is instru- provides temperature value of a location given by a locationID (Listing 13, lines 17-19). Step 2 ) as shown in Figure 13 .
Architecture specification. Developer specifies architecture specification using IoTSuite as shown in Listing 14.
It is described as a set of computational services. Step 2 ) as shown in Figure 17 generates a deployment packages.
Import user-interface project. To import user-interface project, click on File Menu (Step 1 ), and select Import option (
Step 2 ) as shown in Figure 15 . Deployment of generated packages. The output of compilation of deployment specification produce a set of platform specific project/packages as shown in Figure 25 for devices, specified in the deployment specification (Refer Listing 17). These projects compiled by device specific compiler designed for the target platform. The generated packages integrate the run-time system.
Conclusion and Future work
Since the main goal of this research is to make IoT application development easy for stakeholders, we believe that our IoT application development process should be supported by tools to be applicable in an effective way. This mechanism increases the possibility of executing applications on different middleware.
Future work
This work presents steps involved in IoT application development, and prepares a foundation for our future research work. Our future work will proceed in the following complementary directions, discussed below.
Testing support for IoT application development.
Our near term future work will be to provide support for the testing phase. A key advantage of testing is that it em- Mapping algorithms cognizant of heterogeneity. We will provide rich abstractions to express both the properties of the devices (e.g., processing and storage capacity, networks it is attached to, as well as monetary cost of hosting a computational service), as well as the requirements 
