ABSTRACT
Introduction
The development of large-scale software systems requires the collaboration [1] of hundreds of developers working on different aspects of the same system. Often, this leads to the creation of different but related documents. These documents (views) could be in the form of design models, software specifications, source code, etc. During a particular collaborative activity, a resulting local view needs to be merged [2] with the version of the document available in a shared repository. The latter shared document encloses all the modifications made locally and checked (integrated) into the repository at that point in time. A merging approach must integrate the changes made and must ensure that the merging result is consistent by detecting and resolving merge conflicts [3] .
Specifying software requirements is an important, complicated and error prone task that involves the collaboration of several peopled specifying requirements that are gathered through several stakeholders. Studies have shown that most of the problems with software projects such as not meeting the needs of stakeholders, late delivery and budget overrun can be traced back to problems with the requirements [4] .
Merging requirements specified informally is unpractical, inefficient, error prone, and time consuming due to the ambiguous and imprecise nature of natural languages and most of the graphical notations used. Formal methods [5] offer a better alternative because of their precise and accurate nature. Object-Oriented (OO) formal methods, such as Object-Z [6] , combine the strengths of two worlds: the world of formal languages and the world of OO methods. When used to specify software requirements, they produce specifications that are precise, clear, and highly reusable. Thus, making them suitable to be used when developing specifications collaboratively why they can be manipulated systematically.
Conflicts detection requires the calculation of the delta(s) representing the modifications made locally compared to a shared view. Analyzing these deltas allows the detection of conflicts before integrating their content with the shared view. Rules could be formally defined for these conflicts to uniformly detect different type of violations such as those concerned with the loss of update, the well formedness of the view, the avoidance of all kind of redundancies, etc.
Efficient merging frameworks support collaboration and distributed development, and when used at an early phase of the software development such as when specifying software requirements, they enable detecting conflicts that will cost higher to detect and resolve during later stages of development.
Employing unique identifiers for the elements of the merged documents, such as in [7] , introduce tool dependency. The latter term refers to approaches that are dependent on the tools used to create and modify the documents to be merged. In order to support the tool independence requirement [8] , merging should not rely on elements' unique identifiers. Thus, a differencing approach is needed to produce a list of the created/deleted and modified elements as well as the created/modified relationships (or links) between the elements of the specifications. Differencing two specifications should be based their computed similarities (matches). The similarities between the elements of two specifications could be calculated accurately based on syntactic as well as structural similarity.
Several existing work on model differencing and version control such as CVS [9] adopts line-based (textual) management. Textual merging tools have been used to some extend in industry, and in [10] it has been reported that around 90% of the changed file could be merged without any problem. However, the remaining changes cannot be merged automatically because there is no consideration to the syntactic or semantic information of the files. In order to manage the changes of specifications there is a need to work at the granularity of a logical unit component such as a class rather than at the granularity of a line. Moreover, textual merging can only detect very basic conflicts, as it does not take into account the specific structure of the processed documents. Furthermore, it gives rise to unimportant conflicts [11] such as code comments that have been modified, line breaks, etc. Thus, transforming specifications into a textual format used by existing tools cannot solve the problem of merging specifications.
Most of existing merging approaches process the manipulated documents as trees, which is restrictive and not applicable to a large number of documents including software requirements specifications. Moreover, most of the surveyed approaches are inadequate for merging specifications due to their limitations in uniformly defining conflicts, and accurately detecting and resolving them. The domain independent approaches surveyed lack accuracy when used to merge specifications, and to our knowledge, there is no existing merging approach intended specifically for Object-Oriented formal specifications.
In this paper, an approach is proposed to detect and resolve conflicts when merging OO formal specifications. The approach comprises three parts. The first part consists of comparing specifications to produce deltas differentiating them. The second part consist of integrating (merging) the deltas into a shared specification and the third part consists of checking the deltas against defined consistency rules to detect and resolve any consistency violations that might arise during merging. Collaborative formal specification is discussed in the next section. This is followed by proposing an algorithm for differencing OO formal specifications. After that, an approach for detecting and resolving merge conflicts is discussed. Then, the proposed approach is empirically evaluated. This is followed by discussing related work and the last section concludes the paper and discusses future work.
Collaborative Development of Formal Specifications
Software development is a collaborative activity as it involves several people working on different aspects of the same software project. Most often, collaboration is the key to the success of a software project. During the specification of software requirements, developers working in parallel add, remove, and modify requirements until reaching a description of the system (or subsystem) that satisfies the stakeholders' requirements. This collaborative nature raises the needs for frameworks to support the merging of software specifications. Asynchronous collaboration allows members of a group to modify copies of a shared specification in isolation, working in parallel and afterwards synchronizing their copies to reestablish a common view. This gives a great deal of flexibility, and matches the needs of collaborative requirements specification. In such environments, three basic operations are applied on a shared repository of specifications: check-out, modify, and check-in. The check-out operation consists of importing a copy of the latest version (for example at time t 0 ) of a shared specification (S Base ) from the repository in order to perform some modifications on it. These modifications represent new requirements that have yet to be specified or different views on the requirements that have already been specified. The modifications made lead to the creation of a new version S Local of the shared specification S Base . Check-out is not applicable to the first developer creating the first version of a given specification and checking it into the repository. However, later on, he/she can perform a check-out operation to make any new changes if needed. In case at time t 1 (t 1 > t 0 ), the shared specification has evolved into a new version S Rep after undergoing some changes made by a different developer. The check-in operation consists of merging the local and shared versions of the specification in case of two-way merging. In case of three-way merging, the modifications made locally need to be adjusted according to those who have already been integrated in S Rep , i.e. using two specifications (S Local and S Rep ) and their ancestor (S Base ) in the merge. Integrating all the modifications made with the base specification is possible after that. The following figure illustrates the basic operations of this collaborative environment:
A developer 'X' imports (check-out) a shared specification (S Base ) from a Specification repository. He/she performs some modifications on it locally. These modifications lead to the creation of a new version (S Local ) of the specification. For X to check-in S Local into the specification repository, there is a need to discover the exact modifications (delta) made. The operations contained in this delta allow detecting the conflicts that might arise during the merge. In case of three-way merging, there is a need to identify the exact modifications made locally and those that have evolved S Base into S Rep because of some parallel modifications made and integrated by a different developer 'Y'. In addition to the latest version of the shared specification, a history of all the deltas applied to it is also stored in the repository. Thus, re-obtaining S Base from which S Rep originates is achieved by reversing the effect of the last integrated delta. Using S Base and the two deltas, a three-way merging could take place where conflicts caused by the parallel modifications need to be detected and resolved before integrating them.
The proposed framework incorporates three approaches to perform the required tasks. The first approach "Differentiate" is intended to differentiate between the to-be-merged specifications. The differentiation process involves the production of deltas containing the exact modifications (operations) made. The latter deltas are obtained using the computed similarities that exist between the specifications' elements. Merging based on differencing is referred to as operation-based merging [11] and is efficient in case of large models as the number of operations that transform a version into another one is statistically smaller than the number of model elements. Furthermore, it provides a better platform for conflicts detection and resolution. The second approach "Merge" is intended to merge the modifications made with the shared specification. The specification obtained through this process must be consistent. Thus, the third approach "Verify" is intended to detect and resolve merge conflicts. The differencing and verifying approaches are discussed in detail in sections 3 and 4.
Differencing Object-Oriented Formal Specifications
Given a basic set S of all the specifications, differencing between two specifications S 1 and S 2 is the process of identifying the exact set of operations (transformations) that allow obtaining S 2 from S 1 . As a motivation example, consider the following classes representing a shared specification, and two versions representing some parallel modifications made to it by two different developers. Object-Z notation has been used to specify the three versions. The class Professor includes two operations New and Affiliate that are the only elements visible outside the class. The operation New is used to assign values to the state attributes Id, Name and Expertise, which represents a professor's personal data. The operation Affiliate is used to assign a value to the state attribute Faculty. The classes Academician and TeachingStaff are the result of some parallel modifications made to the class Professor by two different developers. In the class Academician, in addition to the class name that has been changed, the operation Affiliate has been removed and its functionality has been delegated to the operation New that is the only class' element visible. In the class TeachingStaff, in addition to the class name that has been modified, the attribute Expertise has been removed while the operations New and Affiliate have been renamed as Add and Join respectively. In addition, the operation New has been The systematic identification of the exact differences that exist between the class Professor and the classes Academician and TeachingStaff respectively requires a formal definition of the change undergone by a specification. An algorithm to precisely compute this change can then be developed. Table 1 shows the proposed operations defining a difference between any two given specifications.
In addition to the precise and accurate representation of a difference between two given specifications, the above operations could also be used to represent specifications' creation process itself. Moreover, the effect of a delta's operations can be inversed to obtain the old version of a specification. This is enabled by keeping track of old and new values (e.g. Rename and Modify), and the complementarity that exists between insertion and deletion operations, i.e. to revert the insertion of an element, we only need to delete it and vise versa.
The insertion of a node is concerned about four major meta-classes: Class, Variable, Operation and Predicate. In case of OO formal specifications, the Variable metaclass has three sub-classes. They are the Attribute (global and state attributes) of a class, the Input and the Output of an operation. Moreover, the Predicate meta-class has four sub-classes. They are Invariant, Initialization, Precondition and Postcondition. 
deleteLink(k)
Removes the link k.
deleteAllLink(e)
Removes all links and references associated with the element e.
deleteNode(e)
Removes the node e.
Rename(e, oldname ,newname)
Renames the element e (named oldname) with newname and updates (with newname) all references made to e in the specification. Renaming a specification's element requires updating all references made to it with its new name. For example, if a variable has been renamed, this name change is propagated to all elements that refer to this variable such as initialization, invariant, and pre (post) condition predicates. The same rule is applied when renaming classes and operations. Removing a specification's element requires removing its associated links, and all the references made to it as well (deleteAllLink operation). Furthermore, the operation Modify applies to both specifications' elements and links where a link's type (p) could be changed from v 1 to v 2 . This reduces the number of operations in a delta by avoiding the removal of a link typed v 1 and the insertion of a link typed v 2 . Table 2 highlights the different attributes of the meta-classes representing specifications' elements:
Most of the attributes of Table 2 are self-explanatory. However, there is a need to highlight the attributes visibility and changes. Visibility is similar to public; it applies to operations, some variables as well as some predicates. In case the visibility attribute is not applicable, the proposed value used is "n/a", such as in the case of inputs and outputs as well pre and post conditions. If an element needs to be visible outside the class the value "yes" is used otherwise "no" is used. The default visibility in Object-Z is "no", i.e. anything that needs to be visible outside the class has to be explicitly included in the visibility list. The changes attribute contains a set of variables that are changed by an operation. In case of a query operation, i.e. an operation that does not change the value(s) of the class variables it manipulates, the changes attribute is "empty".
Differencing is concerned about three classes of change. The insertion of elements/links, the modification of elements' contents, the modification of links' types, and the deletion of elements/links. We propose a differencing algorithm that is not based on elements' identifiers but rather on matching results. Using accurate matching results, differences between specifications can be precisely computed. Matched elements with different content are updates, matched elements with different links shows adding/removal of links and unmatched elements show adding/removal of elements.
The similarities that exist between specifications' elements are stored in a matching function:
Match : ELEMENT × ELEMENT × TYPE → R
The returned value of Match is a real number (between 0 and 1) representing the exact similarity that exist between the two compared elements. The similarity scorings are added to Match if they are greater than or equal to a chosen threshold. The latter is a real number between 0 and 1 that defines the strictness of the matching process [12] .
Each input specification is treated as a graph whose nodes are the specification's elements. Each link has a source and a target element as well as a type. For example in case of an operation O defined in a class A, a link is created to represent this relation. The link's source and target are O and A respectively, and its type is "declared_in" as in defined in Table 1 . The difference between two given specifications is produced using the following algorithm. Given two specifications S 1 and S 2 representing by sets of nodes (N 1 and N 2 ) and sets of links (L 1 and L 2 ), the algorithm generates the exact set of transformation operations (delta) that allow obtaining S 2 from S 1 . The algorithm starts by analyzing the unmatched elements of the two specifications. The unmatched elements of S 1 are added to delta as being deleted (lines 2-4). In this case, the nodes as well as their associated links are deleted. The unmatched elements of S 2 are added to delta as being newly inserted elements. Thus, all their associated properties and links are also added to delta (lines 5-7). The matched elements with different names are added to delta as renames (lines 9-11). For these elements, if they are not exact matches (i.e. similarity scoring < 1) then there is a possibility that their contents (other than names) have been modified, new links have been attached to them or that some of their links have been removed. The algorithm addresses this by detecting the changed properties other than names and adding them to delta (line 13). It also detects any new inserted links to them (line 14) and any removed links (line 15) and adds the changes to delta. Low similarity thresholds lead to a high rate of false matches while being able to detect most of the correct matches. High thresholds lead to few or no false matches while producing a high rate of missed matches. In [12] , empirical results have shown that a reasonable threshold value (around 0.7) produces the most balanced results, which leads to a more precise delta calculation.
Detection and Resolution of Merge Conflicts
Detection and resolution of conflicts are treated as two separated phases. This is to allow each one of them to be fined-tuned without an influence on the other one. Conflicts detection should be systematic while conflict resolution might require some user interaction. Given two deltas (delta 1 and delta 2 ) and a base specification from which both originate, conflicts detection in concerned about discovering conflicts that might arise when the modifications contained in the deltas are integrated with the base specification. The goal of the approach is to produce a conflict-free delta whose operations are the unification of delta 1 and delta 2 . The operations contained in this delta are then applied to the base specification to perform the merge.
A Formal Definition of Conflicts
The goal of merging is to combine the modifications made and preserve their intensions. Conflicts should be resolved accordingly. Tables 3 and 4 show a classification and a formal definition of the most frequent conflicts observed and their causes. In these tables, p refers to a property or a list of properties, v (v i ) refers to a value or to a list of values, e (e i ) refers to specifications' elements, A (A i ) refers to classes, and k (k i ) refers to links between elements.
The conflicts have been classified under two categories.The first category is concerned about lost updates, which happens when the effect of the modifications made in one delta forbid those in the other one. Nine rules have been formally defined to allow the precise detection of this type of conflicts. The second category is concerned about the structural consistency of the specification obtained after integrating the modifications made in the delta(s), where eleven rules were formally defined. Structural consistency is a prerequisite to ensuring other forms of consistency such as those related to specifications' semantics. In fact, consistency checking, such as model checking in case of formal specifications, produces meaningful results only when applied to specifications that are well formed.
Several conflicts under the lost update category originate because of moving elements, thus, it is important to have a mechanism that detects moved elements based on the modifications made in a delta. A potential moved element is a Variable, an Operation or a Class. A Variable or an Operation is moved if a new added link k 2 of type "declared_in" connects it to a new class B and a link k 1 of the same type with an old class A is removed. A Class is moved if a new added link k 2 of type "derived_from", "aggregated_by" or "associated_with" connects it to a new class B and a link k 1 of the same type with an old class A is removed. An operation Move is used to perform the above verification; it accepts a delta containing a list of operations and a specification element E as parameters and returns an object containing the two elements representing the old and new link ends or a "null" object if no moving has taken place. Formally, this verification can be written as: 
Conflicts Detection
The proposed approach accepts as input a base specification (S Base ) and two deltas (delta 1 and delta 2 ) representing the parallel modifications made. Based on the formal definitions proposed previously, the approach generates a list C containing the details of all the conflicts discovered. Figure 4 shows the algorithm used to discover these conflicts.
The elements of delta 1 and delta 2 are traversed to discover conflicting operations according to pre-defined rules (e.g. rules 1 to 20 of Tables 3 and 4). In case such operations are found, an object containing the indexes of the operations causing the conflict in delta 1 and delta 2 , the type of conflict, and a conflict resolution (if any) is added to the conflict list C (line 9). Unlike lost updates, which are caused by two operations, structural conflicts may originate because of one operation only (from one of the deltas) or two operations (from both deltas). Thus, the conflict object added to C in this case may include only one index identifying the operation causing the conflict and a "null" value is assigned for the second index (lines 2-3 and lines 6-7). At the end of this process, the conflict list C will be storing the details of all discovered conflicts.
It is important to note that the most frequent structural conflicts originate mainly because of the creation of new links and modifying (including renaming) the elements of a base specification, and that it is possible to reduce the number of conflicts detected by enforcing conflict rules only to a specific high-level granularity such as the Class level.
Resolving Conflicts
A Conflict resolution is a set of transformation applied to the delta(s) so that a conflict is resolved. For example in case of a visibility attribute undergoes different modifications, a resolution is to keep the most restrictive one. Most often, a resolution consists of dropping or altering one of the conflicting operations. Manual conflict resolution is a tedious, error prone and time-consuming process especially for large specifications. Moreover, the interpretation of conflicts can differ from one developer to another one. Thus, there is a need for an approach to support the systematic resolution of as many conflicts as possible. Interacting with developers only when several (or no) resolutions are possible and a choice need to be made.
Let N x be a reference to every specification elements named x and K i (i=1...n) the new links inserted (if any). Table 5 shows the deltas and the conflict list C associated with the classes of Figure 2 .
Four lost update conflicts were discovered through the application of the proposed conflicts detection approach. The first conflict is a concurrent-renaming originating because of two different renaming of the class Professor. A resolution to this conflict consists of dropping the renaming operation of delta 2 . The second conflict is a rename Input: A base specification S Base and two deltas delta 1 -deleted-element originating because the operation Affiliate has been removed in delta 1 while it has been renamed in delta 2 . A resolution to this conflict could be to remove Affiliate (i.e. the renaming operation of delta 2 is dropped) as the task associated with it has been delegated to the operation New through the modifications made in delta 1 . Clearly, this resolution requires user intervention. Another possible resolution to this conflict consists of dropping the delete operation of delta 1 that is causing the conflict. The third conflict is a concurrent-update originating because of concurrent modifications of the attribute changes of the operation New. Since the modified attribute is a set, it is possible to resolve this kind of conflicts by checking if one of the values is a subset of the other one, which is the case in this example. Dropping the update operation of delta 2 resolves this conflict. The last conflict is a concurrent-update originating because of concurrent modifications of the attribute value of the post-condition of the operation New. If a predicate is written as a conjunction of clauses, then it is possible to treat it as a set containing these clauses. Consequently, we could resolve this conflict by verifying if one of the values is a subset of the other, which is the case here. Dropping the update operation of delta 2 resolves this conflict. Systematic conflicts resolutions based on operations' priorities could be applied. These priorities are chosen by users, which allow resolving a large number of conflicts. For example, in case of conflicts originating because of removals (e.g. modify-deleted-element, modify-deletedlink, rename-deleted-element, move-deleted-element,linkwithout-source, and link-without-target), a removal could be considered as an operation with less priority compared to an insertion, a modification or a renaming. Consequently, a resolution to all these conflicts is drop the delete operations causing them. The same heuristic could be used with other conflicts such as rename-moved-element and modify-moved-element if a moving operation is given a higher priority compared to a renaming or modification operation.
Merging
Merging is a direct process that consists of integrating (or applying) the changes made in the delta(s) after all conflicts have been discovered and resolved. Thus, merging is only possible when there is a resolution attached to every conflict discovered. These resolutions may require some user-interaction. Moreover, the order of operations in a delta is important to allow some changes to take place. For example, a rename operation involving an element e should always take place after any other modifications involving e. Merging consists of applying the operations contained in a unified and conflict-free delta to a specification. This delta is obtained through a process that involves combining the operations contained in two deltas while resolving the conflicts associated with them. Figure 5 shows a possible result of merging the modifications made to the class Professor of Figure 2 .
The above merge class integrates the modifications made after adopting specific conflict resolutions. The removal of the attribute Expertise does not satisfy the intension of the modifications made in one delta while the removal of the operation Affiliate does not satisfy the intension of the modifications made in the other delta. However, they have to be done to resolve the conflicts associated with these elements. Systematic conflict reso lution saves time and effort and to some extend can preserve intensions. On the other hand, manual resolution provide a better platform for preserving intensions but they are time (and effort) consuming and are based on particular interpretations, which may lead to new inconsistencies in the merge results. Techniques to minimize conflicts could be used based on the idea of restricting the type of modifications a particular group of developers can make. Such as restricting modifications to addition only, creation of links only, etc. Thus, leading either to a reduction in the number of conflicts or to classes of conflicts that can be resolved easily and systematically.
Empirical Evaluation
A Java tool has been developed to evaluate and validate the proposed approach. It incorporates three major components. The first component processes a given OO formal specification and parses it into a graph. Currently, only Object-Z specifications are supported. The second component differentiates between two specifications represented as graphs after computing their similarities to produce a set of operations representing their delta. The third component integrates the edit operations contained in a unified delta to a base specification. This unified delta is obtained after combining the operations contained in two deltas according to the resolutions of the detected conflicts.
Merging is concerned about obtaining a consistent specification after the modifications contained in the delta(s) are integrated. Thus, it is critical to be able to detect and resolve as many conflicts as possible. Conflicts detection is dependent on the differencing algorithm used and the later is dependent on the accuracy of the similarity detection approach adopted. The proposed approach has been tested with three major case studies. They include a university management system, a hotel management system and an online purchase system. Table 6 summarizes the details of the base version (V) of each specification as well as the modifications made to it (V 1 and V 2 ) and the actual number of conflicts arising because of the modifications made to the base specifications. Two different domain experts were in charge of modifying the base specifications according to requirements they think should be taken into consideration. The modifications made produced the specifications V 1 and V 2 respectively.
The combined base specifications contain a total number of 247 elements and links. The first versions of the specifications were obtained after performing 67 delta operations and the second versions were obtained through 82 delta operations made to the base specifications respectively. These modifications led to a total of 58 different conflicts.
The conflict detection and resolution approach was validated through the number of correct conflicts detected (positives), the number of all conflicts detected (positives and false positive) and the actual number of conflict that arise as a result of the modifications made (58 in the experiments made). Precision and recall metrics were used in the evaluation. Precision measures quality and is the ratio of the number of correct conflicts detected and resolved to the total number of conflicts detected. Recall measures coverage and is the ratio of the correct conflicts detected and resolved to the total number of correct conflicts. Figure 6 shows the results obtained based on similarity threshold ranging from 0.5 to 0.9.
Perfect recall (100%) combined with a good precision (87%-98%) were obtained for thresholds raging from 0.5 to 0.7. Moreover, perfect recall (100%) combined with perfect precision (100%) were obtained for threshold ranging from 0.75 to 0.8. Furthermore, average to good recall (53%-86%) combined with perfect precision (100%) were obtained for thresholds ranging from 0.85 to 0.9. Out of 58 actual conflicts, only 8 conflicts were not detected for a high threshold of 0.85. These unidentified conflicts originate because of too many concurrent modifications and moving made to two classes namely transactionInfo and shoppingCart (and their elements), which led to many concurrent-update (4 cases), concurrent-renaming (2 case), modify-moved-element (1 case), and concurrent-moving (1 case) conflicts not being detected. For a threshold equals to 0.9, only 31 conflicts were identified out of the actual 58 cases, which is indicated by the sharp drop of the recall. Consequently, if a high rate of positives is preferred while tolerating some negatives, a threshold value of 0.7 provides the best results. The employed approach scales up well in terms of efficiency (performance and memory usage) as the size of the specifications increases. This is due to three main reasons. Firstly, the approach used to detect the similarities between specifications has an acceptable complexity bounded by O(nm) where n and m are the number of elements of the specifications. In addition, only compatible elements are compared, i.e. classes with classes, variables with variables, etc. Thus, the actual number of comparison is far smaller than n*m. Secondly, during delta calculation only the difference between the specifications is calculated and stored, which leads to a more efficient memory usage. Finally, the proposed approach is operation-based which leads to a better performance because conflicts detection compares the operations contained in the deltas rather than comparing the input specifications themselves. Knowing that the number of operations a delta can have is statistically smaller than the number of specifications' elements.
Related Work
In [13] , an approach is proposed to detect the changes to XML documents. The proposed approach uses a delta that includes insertions, deletions and updates. Moving and renaming were not considered in the delta definition, thus, leading to the detection of conflicts that originate only because of deletions and updates. Moreover, the proposed approach is based on tree representation of the analyzed documents, which restricts its applicability to documents that can be represented as trees.
In [14] , model merging was used to check the structural consistency of homogenous conceptual models described as graphs. The proposed approach constructs a merge model using given mapping information that equates the correspondences between the elements of the two graphs to be merged. Then, verifies it against some consistency constraints of interest. Consistency checking rules were described using the Relational Manipulation Language (RML). The consistency diagnostics obtained over the merge are projected back to the original models and their relationships. Lost update conflicts were not considered as structural conflicts were the main focus of the work. The presented work did not include experimental data on the rate of the discovered inconsistencies in terms of precision and recall.
In [15] , structural and methodological model inconsistency is verified. The proposed approach does not support model merging but rather defines a model as a set of elementary construction operations, and consistency rules are defined and verified based on the type of operation involved and the effect an operation has on the model. Inconsistency rules were translated to Prolog queries and model construction operations to Prolog facts. The approach is tool supported were an XMI file containing a model is parsed into a sequence of model construction operations then a check engine is responsible of detecting elementary operations violating consistency rules within the sequence. The validation process used employed large UML models, and the results provided are mainly about time factors, i.e. efficiency and scalability.
In [16] , a differencing algorithm is proposed to detect the structural changes between the designs of subsequent versions of OO software. The algorithm reports the differences between them in terms of additions / removals, moves, and renaming of program elements such as packages and classes. The differencing algorithm computes an overall similarity based on name and structure similarity metrics. The proposed algorithm assumes that enough design entities remain the "same" between the two consecutive versions of the system. The latter assumption is weak as there is no guarantee that the developers of the new version of the system do not make too many modifications. The experimental results obtained reported limitations in detecting moved fields and methods. Moreover, any mistakenly identified renaming or moving of an entity is propagated to the class or the interface that contains it, and the latter will be reported as changed as well.
In [17] an algorithm is proposed to detect changes in XML documents. As a mean to improve change results, unordered tree representation of the analyzed models were used. The matching part of the approach uses nodes signatures and prevents matching child nodes with different ancestors. This restriction affects the change detection by limiting the recognition of moved nodes. The experimental results obtained showed a slow running time while improving the accuracy of the change detection compared to the algorithm proposed in [18] . Finally, similar differencing algorithms were proposed in [19] [20] [21] to deal with different kind of software documents.
Conclusions and Future Work
An approach is proposed in this paper to detect and resolve conflicts that may occur when merging OO formal specifications. The differences between specifications are precisely calculated before a merge could take place. The difference is defined using primitive operations, acting on one element at a time, and containing traceability information enabling the reversal of their effects. The proposed approach deals with two major groups of conflicts: lost update and structural conflicts. Conflicts have been classified and formally defined as rules and a systematic approach is used to verify the calculated differences against these rules to detect any conflicts that may occur when integrating the changes made to a base specification. For every identified conflict a resolution is either derived systematically (pre-defined resolutions), or through user interaction (e.g. choosing among possible resolutions, etc). The experimental results obtained have validated the correctness and efficiency of the proposed approach as the majority of the conflicts contained in the studied specifications were systematically and cheaply (time and space) discovered. As an improvement to the proposed approach, optimizing the delta calculation and providing means to compress its content could be explored as it leads to a better efficiency. Finally, it is important to run more experiments using larger specifications.
