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Abstract: This paper presents a speciation procedure that improves the local search capability of the genetic algorithm
in analog circuit design. There is no need for additional circuit simulation in order to apply this procedure. The procedure
is tested in Gaussian, sigmoid, cube, and square circuit design problems. Two sets of 125 simulations with the same
seed values are performed for each problem using both the proposed procedure and the canonical genetic algorithm. The
simulation results show that the method is statistically better than the canonical genetic algorithm, which suﬀers from
bad locality. The eﬀects of the population size and speciation threshold coeﬃcient on the performance of the speciation
algorithm are investigated. Confidence intervals of the simulation results are calculated. The results show that the
speciation procedure improves the quality of solutions with at least 99% confidence, and the eﬀectiveness of the method,
which is statistically determined, increases in small populations.
Key words: Genetic algorithm, genetic programming, analog circuit design, speciation, local search

1. Introduction
Automatic design of electronic circuits is a challenging engineering problem. Although automatic design of
digital circuits has made great progress, most analog circuits are still designed by skilled engineers, and their
methods are mainly based on domain-specific knowledge. Fortunately, today’s computer technology and circuit
theory make the use of unconventional methods in analog circuit design possible. The genetic algorithm (GA)
is used as a search algorithm in diﬀerent analog circuit design problems successfully [1–5]. Though the GA is
inspired by natural evolution, it is hard to mimic all dynamics of natural evolution in the GA. One of these
dynamics is speciation.
Speciation in nature can be regarded as a local search within natural evolution. In nature, individuals
of the same species mate to produce new generations. The oﬀspring’s genes come from its parents; during the
crossover operation in meiosis, its genes are aligned and the genes that are responsible for the same characteristics
are exchanged. As a result, the oﬀspring’s genes are slightly diﬀerent from its parents’. Generally, these
slight diﬀerences in genotype produce minor diﬀerences in the phenotype of the oﬀspring. Thus, oﬀspring
characteristics are close to each other and to those of their parents. This mechanism yields a good locality and
can be considered a local search in the species region. Therefore, it is possible to eﬀectively search local regions
of the species. Good locality is important for an eﬀective search algorithm [6].
∗ Correspondence:
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The canonical GA (GA-c) suﬀers from bad locality in analog circuit design [7]. In the GA-c, the topology
of the circuit and component values are constructed according to the genotypes of individuals. Unlike in nature,
a small change in the topology of a circuit may drastically change the electrical behavior of circuit, or in other
words, a circuit’s phenotype. Therefore, two topologically close circuits may not have similar electrical behavior.
Since the fitness of the individuals is computed according to their electrical behaviors, their fitness values can
be very diﬀerent. Besides this, two circuits that have the same fitness value may have very diﬀerent circuit
topology. For the sake of clarification, consider the circuits shown in Figure 1a–1c. Although it is a very simple
example, it clearly exhibits a bad locality problem.
Vs

Vs

Vs

a

b

c

Figure 1. Half-wave rectifier circuits.

Three half-wave rectifier circuits are shown in Figure 1. Though Figure 1c is topologically very diﬀerent
from Figure 1a and b, their phenotype and fitness values are the same. There are many such examples in analog
circuit design [8,9]. If one wants to design a full-wave rectifier circuit with the GA, these types of circuits can
emerge in the population. Obviously, a mate between Figure 1a and 1b can produce an exact solution, but a
crossover between Figure 1c and 1b or 1a may result in a macromutation. The good building blocks in Figure
1a and 1b can be destroyed with this mating.
In a GA-c implementation, while the population evolves, it is expected that all individuals converge to
the best individual, topologically, due to selection pressure. Most of the individuals become alike in phenotype
and genotype. These slightly diﬀerent individuals search the local region around the best individual. However,
the aforementioned problems make it diﬃcult to perform a local search when the GA-c is used in analog circuit
design.
A speciation procedure can alleviate the bad locality problem of the GA-c. In the literature, speciation
methods and hybrid GA methods, which combine the GA with local search methods, are used to increase the
local search capability of the GA. Speciation methods are already used in digital circuit design. For example,
Hwang [10] used a speciation method based on fitness sharing to solve a digital circuit and showed that the GA
with speciation (GA-s) has a higher convergence rate. Hwang’s method finds exact solutions at a higher rate.
There is no application of the GA-s in analog circuit design in the literature. In [11], an immunity-based GA was
used in VLSI floorplan design problems. It divides a population into several subpopulations and controls similar
solutions in order to balance between local search and global search and to prevent premature convergence. It
improves the average performance of the best individual by up to 10% over GA-c, but also increases simulation
time by about 47%. Another VLSI floorplan optimization method that combines greedy search with the GA was
proposed in [12]. During the local search, gene segments of the individuals are swapped, and fitness of individuals
are recalculated. It was tested on 5 diﬀerent problems. It improved the best solutions by up to 0.83% according
to GA-c. Song [13] proposed a new GA called the improved GA that uses five diﬀerent optimization methods,
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including module crossover, fitness sharing, double selection population, queen bee mating, and exponential
weighting to improve the performance of the GA-c. The aforementioned methods and improved GA method
were applied to a 1-bit full adder design problem. The results were compared with the GA-c, and it revealed that
the improved GA drastically reduces the evolutionary time and average convergence and increases the success
rate. Although the method was tested on only one problem, its performance over the GA-c is impressive. In
[14], a two-stage optimization method, which consisted of the GA and a pattern search algorithm, was proposed
to optimize induction motor parameters. In the first cycle, the GA-c finds an optimal solution, and then this
solution is used as the initial point of a pattern search algorithm. The experimental results showed that the
pattern search algorithm slightly improved the solution found by the GA-c. Lo [15] combined the shooting
local search method and diﬀerential evolution with the GA-c to optimize panel gate driver circuits with an
amorphous silicon transistor. During evolution, the population was divided into two subpopulations according
to individual fitness values. While the shooting local search was performed on the first half of the population,
diﬀerential evolution was applied to the other half of the population. Thus, this method increases the number
of circuit simulations. The method was applied to two diﬀerent driver circuits, and the best solutions were
compared with the best solutions found with the GA-c. It improved the final solution by 21% and 10%. A
local search hybridized GA was used to design combinational logic circuits in [16], and it was compared with
the GA-c. The results showed that the hybridized GA improves the average fitness of final solutions. However,
it almost doubles the number of circuit evaluations due to the local search. Evolutionary programming was
used to identify eﬀective search regions in [17]. The eﬀective regions are investigated with a gradient search
method. If the local search does not find an acceptable solution, that region is labeled as a forbidden region.
Inevitably, this method requires additional circuit simulations to perform local searches. Actually, it is unfair to
compare the GA-c with a method that requires extra circuit simulations. The population size of the GA-c must
be increased proportionally for a fair comparison. Huang et al. used an orthogonal local search GA to optimize
the component values of power electronic circuits [18] and the method was compared with the GA-c. Although
the proposed method does not need additional circuit simulations, it slightly improves the final solution. In
analog circuit design, circuit simulation consumes the most time and computation power, so it is essential to
find a method that does not need additional circuit simulations.
In this paper, a speciation procedure that needs no additional circuit simulations is proposed to enhance
the local search capability of the GA-c. The eﬀectiveness of the procedure is tested in four diﬀerent circuit
design problems, and the simulation results show that the proposed method is statistically better than the
GA-c.
The organization of the paper is as follows: in Section 2, the GA-s is presented in detail. The circuit
representation and simulation parameters of the GA are given in Section 3. The experimental results are
discussed in Section 4, followed by conclusions.
2. Speciation procedure in the GA
In this section, a new speciation method is introduced to improve the local search capability of the GA. In
the proposed method, the best fitness value of the population is recorded at the third generation and then
multiplied by the threshold coeﬃcient to find the threshold value of speciation. Then, during evolution, the
best fitness value of the population is observed and compared with the threshold value. Whenever the fitness
of the best individual reduces to below the threshold value, the speciation process takes place, and then the
threshold value is updated. Intuitively, it is assumed that building blocks that improve the performance of the
circuits have already emerged when the best fitness value is below the threshold value. Therefore, a local search
around these building blocks may give better results. The GA-s algorithm is illustrated in Figure 2.
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Figure 2. GA with a speciation algorithm.

In the speciation procedure, individuals are sorted according to their fitness values. The first 10 individuals are chosen as template individuals who are supposed to contain good building blocks, and then the rest of
the population is deleted. The new population is reinitialized according to the chosen individuals. The number
of template individuals is chosen according to the simulation results. A relatively small number of template
individuals decreases the genetic diversity of the reinitialized population. On the other hand, a large number
of template individuals may waste computation resources, since, hypothetically, some of these extra individuals
may not contain good building blocks.
In the first step of the reinitialization process, an exact copy of the template individual is produced.
Then terminal connections and component values of one component are changed randomly. Hence, the new
individuals are topologically close to their template individuals. They contain the same building blocks of the
template individuals and also have slightly diﬀerent electrical connections. Therefore, the search space region
that is close to those template individuals can be searched. If the reinitialized population can find a better
solution in that search space, the speciation process takes place again, and so on.
It is obvious that the quality of the building blocks exploited by reinitialized individuals is related to the
threshold value. Lower threshold values give better building blocks that improve the final solution. However,
there is a contradiction between the threshold value and the occurrence number of the speciation procedure.
Since the lower threshold values impose higher pressure on the best fitness value, the occurrence probability
of the speciation algorithm decreases. In fact, speciation never takes place in some cases. The simulation
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results show that a threshold coeﬃcient τ between 0.6 and 0.9 is plausible. Unlike other local search methods,
observation of the best fitness value to discover building blocks and the subsequent reinitialization process do
not introduce a remarkable computation burden.
3. Circuit representation and simulation parameters
The design of analog circuits requires specification of the circuit topology, including the specification of the
component type, parameters, and its connectivity.
In this study, fixed-length list representation was constructed to describe circuit topology. Each node of
the list contains a structure named eComp that includes all information to connect a MOSFET to the circuit.
The structure of eComp is shown below.
eComp{
int DCto, GCto, SCto;
int Dt, Gt, St;
int Type;
float W,L;
}
The variables DCto and Dt together specify the connection of the drain terminal of the MOSFET. While
DCto points to which node will be used for connection, Dt specifies the terminal to be connected. Likewise,
(GCto, Gt) and (SCto, St) stand for the gate and source terminal of the MOSFET, respectively. DCto, GCto,
and SCto values are chosen randomly in intervals of [0, circuitSize] . Since Dt, Gt, and St parameters specify
terminal connections of the MOSFET, their values are chosen in the set T defined as:
T = {drain, gate, source, ground, input, output, vdd}.

(1)

The type of the MOSFET is chosen from the fundamental MOSFET type:
Type = {nmos, pmos, nrmos, prmos}.

(2)

W and L are the channel values of the MOSFET, and they are chosen in [2, 20] µ m.
The elementary circuit components are chosen as building blocks of the circuit (Figures 3a–3d). The
n-channel and p-channel MOSFETs, as illustrated in Figure 3a and 3c, and the resistor implementation of the
MOSFET shown in Figure 3b and 3d are used as circuit elements.

a

b

c

d

Figure 3. Building blocks of a circuit.

The components given in Figure 3 are fundamental and have no relation to the design problems. They
are intentionally chosen to clearly demonstrate the contribution of the speciation algorithm to GA.
The circuit template used in the design problems is shown in Figure 4. Note that rs and RL resistors stand
for source and load resistors, respectively. The voltage on output resistor Vout is used for fitness calculation.
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Figure 4. Embryonic circuit.

All simulations were run on computer clusters of TÜBİTAK ULAKBİM. galib247 (http://web.mit.edu/)
was used to write the GA-s and GA-c algorithms. galib247 is a C++ library of the GA that includes tools for
applying the GA using a number of encoding schemes and genetic operators. One-point crossover was adopted
to get homolog crossover between parents. In the crossover operation, a random point is chosen in the genome.
Then it is exchanged with a corresponding gene from the other parent. The swap mutation and tournament
selection operators, which are built-in operators of the galib247, are chosen. The number of generations is
chosen for the termination criterion. The GA parameters used in the experiments are listed in the Table.
Table. The simulation parameters of GA for the experiments.

Population size
Number of generations
Probability of crossover
Probability of mutation

2000
100
0.95
0.5

Since the GA-s and GA-c can solve the cube circuit problem for a population size of 2000, the population
size of the cube circuit was reduced to 300 for the sake of comparison.
4. Experiments and results
In order to verify the eﬀectiveness of our approach, four diﬀerent analog circuits (sigmoid, Gaussian, cube, and
square circuits) were synthesized. The output voltage of the evolved circuits was compared with the analytic
expression of the desired output voltage, and the absolute error was assigned as a fitness value. The analytic
expressions of the desired outputs are as follows:
• Gaussian circuit: Vout = 0.1e−2.5V in2 ,
• Square circuit: Vout = 0.08 Vin2 + 0.01 ,
• Sigmoid circuit: Vout =

0.08
1+e−5Vin

,

• Cube circuit: Vout = 0.08 Vin3 .
The fitness function is given by the following equation:
f itness =

41
∑

|D(i) − Vout (i)|,

(3)

i=1

where i is the index of the sampling points of the voltage source. The input voltage interval [−1, 1] is sampled
for 41 points, and the desired output voltage D(i) is calculated. The total absolute error between Vout (i) and
D(i) is assigned as the fitness value of the individual.
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Since the GA has no detailed mathematical background yet, a statistical approach was used to show the
superiority of the GA-s over the GA-c. The random number generator in galib247 was seeded with the set of
numbers for each simulation. Using the same seed values guarantees that the initial populations of the GA-c
and GA-s are the same and that their populations will be identical until the first speciation procedure takes
place. If the speciation procedure does not take place, the GA-s ends exactly the same as the GA-c simulations
that use the same seed value. One hundred and twenty-five simulations were performed for each design problem
using both the GA-c and GA-s. In each trial, the fitness of the best circuit was recorded. The average of the
best fitness values, their standard deviation, and the confidence intervals (CIs) are calculated as:
1∑
xi ,
n i=1

(4)

1∑
(xi − xm )2 ,
n i=1

(5)

n

xm =

n

σ2 =

σt
CI = xm ∓ √ ,
n

(6)

where tis the value of the t-distribution [19] , n is the number of observations, and σ is the standard deviation
of the samples.
The eﬀect of the threshold coeﬃcient on the performance of the GA-s was also studied. The simulations
of Gaussian and sigmoid circuit design were repeated for diﬀerent threshold coeﬃcients. It is well known that
the performance of the GA-c gets worse as population size decreases, so it was expected that the GA-s would
perform better than the GA-c in a small population. This assumption was also tested for Gaussian and sigmoid
circuits by repeating the simulations for diﬀerent population sizes.
4.1. Gaussian and sigmoid circuit
In order to illustrate the performance of the GA-s, the 99% CI of the Gaussian circuit for various threshold
coeﬃcients are plotted in Figure 5. The τ = 0 case indicates the GA-c. It is observed in Figure 5 that the mean
best fitness values of the GA-s are always lower than the mean values of the GA-c. Besides, the GA-s has better
results with 99% confidence for τ ≥ 0.5. As the speciation threshold coeﬃcient decreases, the performance of
the GA-s also decreases. This observation contradicts the assertion in Section 2 about the quality of building
blocks. However, an elaborate investigation reveals that, as expected, there is a trade-oﬀ between the threshold
coeﬃcient and the occurrence probability of speciation. This situation is illustrated in Figure 6.
In Figure 6, the percentage of the speciation number decreases drastically for τ < 0.4. Evidently, the
speciation algorithm never takes place in many simulations, and they have the same results as the GA-c.
Therefore, the mean value and the standard deviation of the fitness value increase for τ < 0.4 . Although it is
not given here, if the simulations resulting in a lack of speciation are eliminated, and only the results where
speciation takes place are considered, the performance of the GA-s increases significantly.
Figure 7 shows the box-and-whisker plots [20] of the simulation results for the GA-c and GA-s versus τ .
The outliers are ignored in the plot without losing any statistical information.
It is observed that the third quartile of the GA-s is almost equal to the first quartile of the GA-c. That
means that approximately 75% of the simulation results of the GA-s are better than the results found by the
1028
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GA-c, and at least 50% of the simulation results of the GA-s have better fitness values than the corresponding
GA-c simulations. Since the simulations were performed with the same seed values, it can be safely concluded
that while the GA-c was stuck in a local minimum, the proposed GA-s can find better solutions in analog circuit
design.
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confidence intervals for the Gaussian circuit ( τ = 0 for

rence percentage for the Gaussian circuit (population size

GA-c, population size = 2000).

= 2000).

The performance variation of the GA-s for diﬀerent sizes of populations was evaluated for Gaussian
and sigmoid circuit design problems. The Gaussian circuit design problem was solved 125 times for diﬀerent
population sizes with the GA-s and GA-c. The 99% CIs of these simulations are shown in Figure 8. The
threshold coeﬃcient of the speciation algorithm is chosen as 0.8 for these simulations.
0.45

GA- c
GA- s

0.5
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0.35
99% CI

Fitness value
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0.3
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0
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Population size
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Figure 7. Box-and-whisker plot of the Gaussian circuit

Figure 8. Population size versus 99% confidence intervals

for GA-c and GA-s ( τ = 0 for GA-c, τ = 0.9 for GA-s).

of the Gaussian circuit ( τ = 0.8).

In Figure 8, the lower CIs belong to the GA-s. Considering the CIs of the GA-s and GA-c at population
sizes of 1000 and 2000, respectively, it can be concluded that the same solution quality can be obtained with
the GA-s for almost half the size population. Since a large population demands more simulation time, analog
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circuit design can be done in less time with the GA-s. The performance of the proposed method over the
GA-c increases as the population size decreases. This tendency is clearly observed in sigmoid circuit design in
Figure 9.
Figure 9 illustrates the 99% CIs of GA-s and GA-c versus population size. The threshold coeﬃcient was
0.8 for these simulations. GA-s outperformed GA-c in each case. The gaps between CIs indicate that GA-s
performance over GA-c increases as the population size decreases.
Sigmoid circuit design problem was evaluated for diﬀerent threshold coeﬃcients using the same procedures
as the Gaussian circuit design. Figure 10 shows the CIs of the simulation results.
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Figure 9. Population size versus 99% confidence intervals
for the sigmoid circuit ( τ = 0.8).

Figure 10. Threshold coeﬃcient versus 99% confidence
intervals for the sigmoid circuit ( τ = 0 for GA-c, population size = 2000).

Here, the same characteristics observed before were observed again. While the GA-s outperformed the
GA-c for threshold coeﬃcients higher than 0.6, its performance deteriorated for the lower value because of the
occurrence rate of the speciation algorithm. This is shown in Figure 11.
The box-and-whisker plot graph for the sigmoid circuit is given in Figure 12.
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Figure 12.

(population size = 2000).
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Clearly, the third quartile of the GA-s is lower than the first quartile of the GA-c. At least 50% of GA-s
simulations find better solutions than the GA-c in the same conditions.
4.2. Square and cube circuit
The GA-s was also tested for square and cube circuits. The 99% CIs of the simulation results are given in
Figure 13.
Cube circuit
99% C I

99% C I

Cube circuit
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GA- c
GA- s

0.8
τ
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Figure 13. The 99% confidence interval plots for cube and square circuits (cube circuit population = 300, square circuit
population = 2000).

Figure 13 indicates that the GA-s gives better results for two circuit examples. The results are consistent
with the previous experimental results. Although it is not given here, the square and cube circuit designs were
tested for diﬀerent τ coeﬃcients and the same pattern as in Gaussian and sigmoid circuit design was obtained.
Figure 14 shows box-and-whisker plots of the cube and square circuits.
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Figure 14. The box-and-whisker plot of the cube and square circuits for GA-c and GA-s ( τ = 0 for GA-c, τ = 0.8 for
GA-s).

The same pattern observed in the sigmoid and Gaussian circuits is also seen in Figure 14. The gap
between the CIs of the square circuit is wider than the gap between the CIs of the cube circuit in Figure
13. Therefore, the performance of the GA-s over the GA-c in the square circuit problem was better than the
performance of the GA-s in the cube circuit problem. This situation is observed in Figure 14.
5. Conclusion
This paper introduces a speciation-based local search procedure for GA in analog circuit design. The eﬀect of
speciation was tested in sigmoid, Gaussian, cube, and square circuit design problems. Statistical analyses were
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carried out on problems to prove the eﬀectiveness of the method. In all problems, the speciation algorithm
produced better solutions with 99% confidence. It is obvious that the local search ability of the GA-c is
insuﬃcient, and it can easily miss good building blocks. The speciation algorithm improves the local search
capability of the GA. The proposed algorithm does not require extra circuit simulations to perform local searches.
Hence, the method is better than other local search methods in the literature in terms of computation time and
computation power. It is also more statistically consistent regarding CIs.
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