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1. ВСТУП 
Під час розробки сучасних інформаційних систем використання 
постреляційних баз даних є важливою складовою, яка надає певні переваги перед 
системами, які використовують реляційні баз даних. Методи проектування у 
більшості випадків передбачають використання об’єктно-орієнтованого та NoSQL 
підходів із застосуванням засобів об’єктно-орієнтованого аналізу, тому природним 
чином спрямовані на використання постреляційних баз даних та методів системного 
аналізу. Інформаційні системи, розроблені на базі об’єктно-орієнтованого підходу, 
легко реалізовуються та найкращим чином відповідають вимогам користувача. 
У методичних вказівках розглянуто основні моменти реалізації об’єктно-
орієнтованого та NoSQL підходу до проектування та використання постреляційних 
баз даних під час розробки складних інформаційних систем. Також розглядаються 
методи доступу до даних, збережених в постреляційній базі даних, використовуючи 
мови високого рівня, зокрема C# і Java, та створення Web-порталів. 
Метою кредитного модуля є формування у студентів здатності проектувати 
інформаційні системи з використанням постреляційних баз даних. 
Згідно з вимогами програми навчальної дисципліни студенти після засвоєння 
кредитного модуля мають продемонструвати такі результати навчання:  
знання:  
− основних концепцій мови Caché ObjectScript;  
− архітектури базових класів Caché та їх вмісту;  
− основних концепцій мови Caché SQL;  
− методів та способів доступу до даних, що зберігаються в БД, з програм, 
написаних на мовах високого рівня;  
уміння:  
− аналізувати предметну область, створювати модель даних, будувати 
оптимальні діаграми класів та зберігати класи у ОРБД Caché;  
− використовувати мови високого рівня для створення інтерфейсів 
доступу користувачів до даних;  
− використовувати вбудовані мови програмування Caché SQL та Caché 
ObjectScript для реалізації логіки обробки даних на сервері;  
досвід:  
− аналізу заданої предметної області та побудови для неї оптимальної 
об’єктно-орієнтованої моделі;  
− роботи з постреляційними базами даних із програм, написаних на 
вбудованих у СУБД мовах та мовах високого рівня. 
Методичні вказівки до вивчення курсу «Постреляційні бази даних» 
присвячені систематичному викладенню основних підходів та механізмів 
використання баз даних четвертого покоління. 
Структура посібника, його зміст та обсяг визначені з урахуванням того, що 
його будуть використовувати студенти для самостійної роботи, а також у якості 
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допоміжного джерела інформації при виконанні дипломного проектування та 
написанні дисертаційної роботи. 
2. ЛАБОРАТОРНА РОБОТА №1  
Принципи об’єктно-орієнтованого програмування 
Основні поняття об’єктно-орієнтованого підходу (ООП) – це об’єкт і клас [1]. 
Навколишній світ складається з об’єктів і зв’язків між ними. Таким чином, 
об’єкт реалізує деяку сутність і має деякий стан, який може змінюватися з часом як 
наслідок впливу інших об’єктів, що знаходяться з першим в будь-яких відносинах. 
Він може мати внутрішню структуру, наприклад, складатися з інших об’єктів, що 
також знаходяться між собою в деяких відносинах. 
Об’єкт визначається як предмет або явище, що мають чітко визначену 
поведінку. Об’єкт характеризується станом і поведінкою; структура та поведінка 
схожих об’єктів визначають загальний для них клас. Клас – це множина об’єктів, 
пов’язаних спільністю структури і поведінки. Будь-який об’єкт є екземпляром класу. 
Визначення класів і об’єктів – одне із найскладніших завдань об’єктно-
орієнтованого проектування. 
Терміни «екземпляр класу» і «об’єкт» є еквівалентними. Стан об’єкта 
характеризується переліком всіх можливих (статичних) властивостей даного об’єкта 
і поточними значеннями (динамічним) кожної з цих властивостей. Поведінка 
характеризує вплив об’єкта на інші об’єкти, зміну стану цих об’єктів і передачу 
повідомлень. Інакше кажучи, поведінка об’єкта повністю визначається його діями. 
В основі об’єктного підходу до розробки програмного забезпечення лежить 
об’єктна декомпозиція, тобто представлення розроблюваного програмного 
забезпечення у вигляді сукупності об’єктів, у процесі взаємодії яких через передачу 
повідомлень і відбувається виконання необхідних функцій [2]. 
Абстракція – це надання об’єкту характеристик, які відрізняють його від усіх 
інших об’єктів, чітко визначаючи його концептуальні межі. Основна ідея полягає в 
тому, щоб відокремити спосіб використання складових об’єктів від деталей їх 
реалізації у вигляді більш простих об’єктів, подібно до того, як функціональна 
абстракція розділяє спосіб використання функції і деталей її реалізації в термінах 
більш примітивних функцій. 
Такий підхід є основою об’єктно-орієнтованого програмування. Це дозволяє 
працювати з об’єктами, не вдаючись у особливості їх реалізації. У кожному 
конкретному випадку застосовується той чи інший підхід: 
− інкапсуляція, 
− успадкування; 
− поліморфізм. 
Інкапсуляція – це механізм, який об’єднує дані і код, який маніпулює цими 
даними, а також захищає і те, і інше від зовнішнього втручання або неправильного 
використання. В об’єктно-орієнтованому програмуванні код і дані можуть бути 
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об’єднані разом; в цьому випадку говорять, що створюється так званий "чорний 
ящик". 
Всередині об’єкта код і дані можуть бути закритими, захищеними або 
відкритими. Закриті коди або дані доступні тільки для інших частин цього об’єкта. 
Таким чином, закриті коди і дані недоступні для тих частин програми, які існують 
поза об’єктом. Якщо коди і дані є відкритими, то, незважаючи на те, що вони задані 
всередині об’єкта, вони доступні і для інших частин програми. Характерною є 
ситуація, коли відкрита частина об’єкта використовується для того, щоб забезпечити 
контрольований інтерфейс закритих елементів об’єкта. 
Успадкування – це процес, за допомогою якого один об’єкт може набувати 
властивостей іншого. Точніше, об’єкт може успадковувати основні властивості 
іншого об’єкта і додавати до них риси, характерні тільки для нього. Успадкування є 
важливим, оскільки воно дозволяє підтримувати концепцію ієрархії класів, 
застосування якої робить керованими великі потоки інформації. Без використання 
ієрархії класів, для кожного об’єкта довелося б задати всі характеристики, які б його 
визначали. Однак при використанні успадкування можна описати об’єкт шляхом 
визначення загального класу (або класів), до якого він належить, з тими 
спеціальними рисами, які роблять об’єкт унікальним. Таким чином з’являється 
можливість породжувати один клас від іншого із збереженням усіх властивостей і 
методів класу-предка (прабатька, іноді його називають суперкласом) і додаючи, за 
необхідності, нові властивості і методи. 
Поліморфізм – це властивість, яка дозволяє одне і те ж ім’я використовувати 
для вирішення двох або більше схожих, але технічно різних завдань. Метою 
поліморфізму, у контексті об’єктно-орієнтованого програмування, є використання 
одного імені для завдання загальних для класу дій. Виконання кожної конкретної дії 
визначатиметься типом даних. 
У більш загальному сенсі, концепцією поліморфізму є ідея «один інтерфейс, 
безліч методів». Це означає, що можна створити загальний інтерфейс для групи 
близьких за змістом дій. Перевагою поліморфізму є те, що він допомагає зменшити 
складність програми, за рахунок використання того ж інтерфейсу для завдання 
єдиного класу дій. Вибір же конкретної дії, залежно від ситуації, покладається на 
компілятор. 
Поліморфізм забезпечується тим, що в класі-нащадку змінюють реалізацію 
методу класу-предка з обов’язковим збереженням сигнатури методу. Це забезпечує 
збереження інтерфейсу класу-предка незмінним і дозволяє здійснити зв’язування 
імені методу в коді з різними класами: з об’єкта якого класу здійснюється виклик, з 
того класу і береться метод з даним ім’ям. Такий механізм називається динамічним 
(або пізнім) зв’язуванням на відміну від статичного (раннього) зв’язування, 
здійснюваного на етапі компіляції. 
Клас являє собою оголошений програмістом складений тип даних, що 
характеризується переліком полів даних та методів. 
Поля даних – параметри об’єкта, що задають його стан (властивості об’єкта 
предметної області). Іноді поля даних об’єкта називають властивостями об’єкта. 
Фізично поля являють собою значення (змінні, константи), що належать класу. 
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Методи – процедури і функції, пов’язані з класом. Вони визначають дії, які 
можна виконувати над об’єктом такого типу, і які сам об’єкт може виконувати. 
Завдання на лабораторну роботу 
Розробити програму на будь-якій мові високого рівня, яка демонструє 
принципи ООП (успадкування, поліморфізм, інкапсуляцію). Усі класи, властивості 
та об’єкти повинні мати сенс. 
3. ЛАБОРАТОРНА РОБОТА №2 
Робота зі списками та багатовимірними масивами  
Під списком розуміємо спеціальний вид рядка, що містить окремі значення. 
Є два методи створення списків у Caché ObjectScript – це створення списків вручну 
(строковий список), або з використанням спеціальних функцій (системний список) 
[3].  
При створенні списків вручну, окремі елементи відділяються один від одного 
розділовим рядком. Наприклад: 
Set list = “one/two/three/four/five” 
Set PersonalInfo = “Іванов І.І. ^ Київ ^ Вишневського, 12 ^ 4563021/4124554” 
Використовувати в якості розділового рядка можна будь-який рядок, 
причому список може містити в собі підсписки, які повинні мати відмінні від 
головного списку розділителі, при цьому рівень вкладеності необмежений.  
Для роботи з такого виду списками використовуються стандартні функції 
роботи зі строками [3]: 
− $Length(list, delimiter) – для визначення кількості елементів у списку, де 
list – змінна, у якій міститься список, delimiter – розділитель; 
− $Piece(list,delimiter,from,to) – для отримання певних елементів списку, де 
list – змінна, у якій міститься список, delimiter – розділитель, from – 
початковий елемент списку, to – кінцевий елемент списку. 
w $Length(list, “/”) //5 
w $Piece($Piece(PersonalInfo, “ ^ ”, 4), “/”, 2) // 4124554 
Для створення та роботи із системним списком використовуються спеціальні 
функції [5]: 
− $ListBuild(element[,element][,element][...]) – створює список, де element – 
строка-елемент списка: 
Set myList = $ListBuild("Red","Blue","Green","Yellow") 
− $List(list[,position[,end]]) або set $List(list[,position[,end]])=value – 
повертає або присвоює значення елементам списку, де list – список, 
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position – позиція елемента списку (за замовчуванням = 1), end – позиція 
кінцевого елемента списку, який повертається. 
write $List($ListBuild("Red","Blue","Green","Yellow"),3)  //"Green" 
− $ListValid(exp) – перевіряє, чи є змінна exp списком. Повертає 1 – якщо 
змінна є списком, і 0 – в іншому випадку. 
set v = “List” 
set w = $ListBuild("Red","Blue","Green") 
write $ListValid(v) //0 
write $ListValid(w) //1 
− $LISTDATA(list,position) – перевіряє чи існує елемент у списку, де list – 
список, position – позиція елемента (позиції нумеруються починаючи з 
1). Функція повертає 1, якщо елемент в позиції присутній і має значення, 
в іншому випадку повертає 0. 
myList = $ListBuild("Red","Blue",,Y,"Yellow","") 
W $ LISTDATA (myList,0) //0: 
W $ LISTDATA (myList,-1) //1 
− $ListFind(list,value[,startafter]) – пошук елемента у списку, де list – 
список, value – шуканий елемент, startafter – позиція, з якої почина’ється 
пошук. Якщо елемент знайдено, то функція повертає значення позиції 
елемента, інакше – 0. 
Set myList = $ListBuild("Red", "Blue", "Green", "Yellow","Green") 
w $ListFind(myList,"Green") //3 
− $LISTGET(list,position,default) – повертає елемент зі списку, або 
значення задане за замовчуванням, де list – список, position – позиція 
шуканого елемента (за замовчуванням = 1), default – значення за 
замовчуванням. 
 SET list=$LISTBUILD("A","B","C") 
 WRITE !,$LISTGET(list) //"A" 
− $LISTSAME(list1,list2) – порівнює два списки та повертає 1, якщо вони 
ідентичні, і 0 – в противному випадку. 
 SET x = $LISTBUILD("Red","Blue","Green") 
 SET y = $LISTBUILD("Red","Blue","Green") 
 WRITE $LISTSAME(x,y) //1 
− $LISTLENGTH(list) – повертає значення кількості елементів у списку 
list. 
WRITE $LISTLENGTH($LISTBUILD("Red","Blue","Green")) //3 
− $LISTTOSTRING(list,delimiter,flag) – створює строку зі списку, де list – 
список, delimiter – розділитель, flag – визначає поведінку відносно 
пустих елементів списку: якщо 0 (за замовчуванням) – повертати 
помилку, якщо 1 – повертати замість пустого елементу пусту строку. 
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 SET namelist=$LISTBUILD("Deborah","Noah","Martha","Bowie") 
 WRITE $LISTTOSTRING(namelist,":") // Deborah:Noah:Martha:Bowie 
− $LISTFROMSTRING(string,delimiter) – створює список зі строки, де 
string – строка, delimiter – розділитель (за замовчуванням = «,»). 
Set list = “one/two/three/four/five” 
Set l = $LISTFROMSTRING(list, “/”) 
Під (багатовимірним) масивом розуміємо постійну змінну, що складається з 
одного або більше елементів, кожен з яких містить унікальний ідентифікатор, при 
чому ідентифікатори можуть бути різних типів [4]. Наприклад: 
SetMyVar = 10 
Set MyVar(37) = “random variable”  
Set MyVar(“Something else”) = “Smith^John^Boston”  
Set MyVar(“MyString”, 2398) = $LB(“one”, “two”, “three”)  
Масиви не потребують попереднього визначення і створюються тільки тоді, 
коли його елементам присвоюється значення. Кожен елемент масиву також може 
мати різний тип: строка або число, строка з розділителем, список, пуста строка, 
частина BLOB’у.  
Для отримання даних з певного елемента масиву можна використати запис: 
Set Var =MyVar(-3) 
На кількість індексів накладається обмеження – довжина імені змінної, плюс 
кількість усіх дужок і ком, плюс сума довжин окремих індексів не повинна 
перевищувати 132 символи. Сама змінна може бути довжиною в 32767 символів. 
Окремі індекси можна представляти виразами, наприклад: 
Set Var =MyVar($Length(“Some random string, which length = 37”)) 
W var //“random variable” 
Нехай маємо масив: 
//SushiBar(вид, назва) = склад 
//SushiBar(вид, назва, кількість/вага) = ціна 
Set SushiBar("рисові кульки", "Онігірі з крабом", "1/20") = 7 
Set SushiBar("рисові кульки ", "Темарі з лососем", "1/20") = 9 
Set SushiBar("рисові кульки ", "Темарі з окунем", "1/20") = 8 
 
Set SushiBar("суши", "Суши Чука", "1/30") = 7 
Set SushiBar("суши", "Суши Кані", "1/30") = 12 
Set SushiBar("суши", "Суши Крема", "1/30") = 13 
Set SushiBar("суши", "Суши Сяке", "1/30") = 13 
 
Set SushiBar("роли", "Рол Лосось") = "Рис, норі, лосось" 
Set SushiBar("роли", "Рол Лосось", "3/55") = 18 
Set SushiBar("роли", "Рол Лосось", "6/110") = 33 
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Set SushiBar("роли", "Рол Ікура") = "Рис, норі, вершковий сир, червона ікра" 
Set SushiBar("роли", "Рол Ікура", "3/60") = 23 
Set SushiBar("роли", "Рол Ікура", "6/125") = 43 
Set SushiBar("роли", "Рол Унагі") = "Рис, норі, копчений вугор, соус Унагі" 
Set SushiBar("роли", "Рол Унагі", "3/66") = 25 
Set SushiBar("роли", "Рол Унагі", "6/130") = 48 
Для роботи із багатовимірними масивами використовуються функції [5]: 
− $DATA(variable,target) – перевіряє, чи містить змінна дані, де variable – 
локальна чи глобальна, скалярна або індексована змінна, target – змінна, 
в яку буде повернуто значення даного вузла. Може повертати чотири 
значення, подані у таблиці 1. 
Таблиця 1. Значення, які повертає функція $DATA  
Значення Опис 
0 Змінна із заданим індексом не існує 
10 Змінна вказує на елемент масиву, який має дочірні елементи, але сам 
значення не має. Будь-яке пряме посилання на таку змінну поверне 
помилку <UNDEFINED> 
1 Змінна існує і містить значення, але не має дочірніх елементів 
11 Змінна містить дочірні елементи і містить значення 
 
Write $Dаtа(SushiBar ("роли", "Рол Унагі", "3/66")) //1 
Write $Dаtа(SushiBar ("роли", "Рол Унагі")) //11 
Write $Dаtа(SushiBar ("рисові кульки", "Онігірі з крабом")) //10 
Write $Dаtа(SushiBar ("рисові кульки", "Онігірі з крабом", "1/50")) //0 
− $GET(variable,default) – перевіряє, чи містить змінна дані та повертає 
значення вузла, де variable – локальна чи глобальна, скалярна або 
індексована змінна, default – значення за замовчуванням, яке 
повертається у випадку, коли значення змінної невизначене (за 
замовчуванням дорівнює пустій строці). 
Write $Gеt(SushiBar ("роли", "Рол Унагі", "3/66"),0) //25 
− $ORDER(variable,direction,target) – повертає наступну змінну або індекс 
глобальної чи локальної змінної, де variable – локальна чи глобальна, 
скалярна або індексована змінна, direction – напрям сортування (1 – 
збільшення, -1 – зменшення), target – повертає поточне значення вузла. 
write $Order(SushiBar("роли", "Рол Лосось")) // "Рол Унагі" 
 
Set ArtNr="рисові кульки", x="" 
For{ 
     Set x = $Order(SushiBar(ArtNr,x)) 
     Quit:x="" 
     Write x,!  
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} 
− $NEXT(variable) – повертає значення наступного індексу глобальної чи 
локальної змінної, де variable – локальна чи глобальна, скалярна або 
індексована змінна. 
write $Next(SushiBar("суши", "Суши Кані")) // "Суши Крема" 
 
Set ArtNr="суши", x="" 
For{ 
     Set x = $ Next(SushiBar(ArtNr,x)) 
     Quit:x="" 
     Write x,!  
} 
− $QUERY(reference,direction,target) – повертає повне посилання, ім’я та 
індекс вузла, де reference – ім’я локальної чи глобальної змінної, 
direction – напрям сортування (1 – збільшення, -1 – зменшення), target – 
повертає поточне значення вузла. 
Write $Query(SushiBar("роли", "Рол Ікура")) //SushiBar("роли", "Рол Ікура", "3/60") 
 
Set x="SushiBar" 
For { 
     Set x = $Query(@x) 
     Quit:x="" 
     Write x, "=",@x, !  
} 
− $QLENGTH(namevalue) – повертає кількість індексів у зазначеній 
локальній чи глобальній змінній, де namevalue – рядок. 
write $qlength($name(SushiBar("роли", "Рол Лосось"))) //2 
− Merge destination = source – копіює вміст масиву (або його частини) в 
іншу змінну, де source – вихідна змінна (може бути частиною масиву), а 
destination – вхідна (рис. 1). 
SET X(2,2)="first" 
SET X(2,2,4)="second" 
SET Y(3,6,7)="third" 
SET Y(3,6,8)="fourth" 
SET Y(3,6,7,8,4)="fifth" 
SET Y(3,6,7,8,9)="sixth" 
MERGE X(2,3)=Y(3,6,7,8) 
− $QSUBSCRIPT(namevalue,intexpr) – повертає значення імені змінної або 
індексу в залежності від значення intexpr (табл. 2), де namevalue – рядок. 
w $qsubscript($name(SushiBar("роли", "Рол Унагі", "3/66")),-1), ! //"" 
w $qsubscript($name(SushiBar("роли", "Рол Унагі", "3/66")),0), ! //SushiBar 
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w $qsubscript($name(SushiBar("роли", "Рол Унагі", "3/66")),1), ! //роли 
w $qsubscript($name(SushiBar("роли", "Рол Унагі", "3/66")),2), ! //Рол Унагі 
w $qsubscript($name(SushiBar("роли", "Рол Унагі", "3/66")),3), ! //3/66 
w $qsubscript($name(SushiBar("роли", "Рол Унагі", "3/66")),4), ! //"" 
  
 
 
 
 
Рисунок 1 – Схема роботи команди Merge 
 
При доданні символа циркумфлекса («^») локальна змінна перетворюється в 
глобальну, яка називається глобалом [3].  
На відміну від локальних змінних, які зникають після виходу з програми, 
значення глобалів, якщо вони більше не потрібні, необхідно видаляти з БД. Для 
цього використовуються команди: 
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− Kill variables – видаляє всі вузли зазначеної змінної, включаючи усі 
залежні індекси. 
− ZKill variables – видаляє лише зазначений вузол, залишаючи усі залежні 
вузли без змін. 
Таблиця 2. Результат виконання функції $QSUBSCRIPT  
Значення intexpr Результат виклику 
<-1  Зарезервовано для майбутнього розширення функціоналу 
- 1  Простір імен, якщо відсутній, то пуста строка  
0  Ім’я змінної 
m<n  Ім’я відподвіного індекса  
m>n Пуста строка 
 
Завдання на лабораторну роботу 
Спроектувати глобал так, щоб у ньому було принаймні 4 індекси, хоча б 
трьох різних типів даних. Використати в якості вузлів глобала 2 різних види списків. 
Показати використання принаймні 4 різних функцій роботи з глобалами. Усі 
параметри повинні вводитися з клавіатури, а не жорстко кодуватися в програмі. 
Глобал і функції роботи з ним повинні мати сенс. 
4. ЛАБОРАТОРНА РОБОТА №3 
Розробка концептуальної моделі предметної області 
В базі даних Caché є можливість проектувати класи, використовуючи 
принципи об’єктно-орієнтованого програмування. Для підтримки функціоналу 
збереження даних у БД, роботи з об’єктами та створення власних типів даних 
використовуються системні класи, в яких реалізовані необхідні функції (рис. 2) [6].  
Класи – типи даних (Data type) 
Класи типів даних – спеціальні класи, що визначають допустимі значення 
констант і дозволяють їх контролювати. Такі класи не мають незалежної 
ідентифікації і від них не можуть створюватися екземпляри. Вони просто 
приписуються атрибутам об’єктів і визначають їх значення. Класи типів даних 
містять наперед заданий набір методів перевірки і перетворення значень атрибутів. 
Ці класи не можуть містити властивостей. 
Класи визначення об’єктів 
Класи об’єктів визначають структуру даних і поведінку об’єктів одного типу. 
Ці об’єкти називають екземплярами відповідного класу, а створення об’єкта 
називають породженням екземпляра класу. Кожен клас об’єктів має однозначне 
ім’я, властивості, методи та ключові слова, що визначають загальну поведінку 
класу. 
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Незареєстровані класи 
Caché не здійснює автоматичного управління об’єктами незареєстрованих 
класів. Розробник сам відповідає за призначення та підтримку унікальності 
ідентифікаторів об’єктів (OID) та об’єктних посилань (OREF). Зважаючи на те, що 
управління об’єктними посиланнями не реалізовано на рівні СУБД, незареєстровані 
класи мають наступні недоліки: 
− система не виділяє пам’ять для значень властивостей об’єктів; 
− відсутня автоматична підкачка об’єктів, на які робляться посилання; 
− не підтримується поліморфізм; 
− змінні, що посилаються на незареєстровані об’єкти, повинні бути явно 
задекларовані із зазначенням відповідного класу. 
 
Рисунок 2 – Діаграма системних класів Caché 
Зареєстровані класи (Registered) 
Зареєстровані класи об’єктів мають повний набір методів управління 
поведінкою об’єктів у пам’яті. Вони автоматично успадковують ці методи від 
системного класу %RegisteredObject. Екземпляри зареєстрованих класів існують 
лише тимчасово в пам’яті процесу, тому їх називають тимчасовими об’єктами. 
Створення нових об’єктів зареєстрованих класів і управління їх розміщенням в 
пам’яті здійснюється Caché автоматично. Користувачу надається об’єктне 
посилання (OREF), по якому можна послатися на об’єкт в пам’яті. Зареєстровані 
класи підтримують поліморфізм. 
Вбудовувані класи (Serial) 
Екземпляри класів, що вбудовуються, можуть зберігатися не лише в пам’яті, 
але і в БД (всередині об’єкта, в який вони вбудовуються). Ці класи успадковують 
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свою поведінку від системного класу %SerialObject. Головним в їх поведінці є те, що 
їх екземпляри в пам’яті існують як незалежні об’єкти, однак можуть бути збережені 
в БД тільки якщо вони вбудовані в інші об’єкти.  
Для підтримки цього функціоналу дані класи мають наступні можливості: 
− створення строки символів, що відображає повний стан об’єкта 
(значення всіх його властивостей): створення такої строки символів 
називається перетворення об’єкта в послідовну форму або серіалізація 
об’єкта; 
− автоматичне зчитування цієї послідовності з БД і представлення в 
пам’яті у вигляді самостійного об’єкта, автоматичне завантаження в 
пам’ять пов’язаних об’єктів, що називається підкачкою (swizzling); 
Вбудовані об’єкти представляються в пам’яті і в БД по-різному: 
− в пам’яті вбудований об’єкт існує як окремий об’єкт, що нічим не 
відрізняється від об’єктів інших типів. Значення вбудованого об’єкта в 
пам’яті – це об’єктне посилання (OREF) на представлення об’єкта в 
пам’яті; 
− в БД вбудований об’єкт зберігається у послідовній формі, як частина 
об’єкта, в який він вбудований. У вбудованого об’єкта відсутній 
ідентифікатор (OID), і він не може використовуватися іншими об’єктами 
без об’єкта, що його містить. 
Збережений клас (Persistent) 
Класи об’єктів, що зберігаються, мають значний функціонал, що забезпечує 
зберігання їх екземплярів в БД. Ці можливості успадковуються від системного класу 
%Persistent. Екземпляри таких класів мають однозначний об’єктний ідентифікатор 
(OID) і можуть незалежно зберігатися в Caché. Коли такий об’єкт використовується 
як властивість класу, то говорять про посилання на збережений об’єкт. 
Властивості 
Властивості представляють стан об’єктів, що зберігається в атрибутах 
об’єктів. Можливість доступу до властивостей та виконання операцій над ними 
базується на об’єктній моделі Caché та визначенні класу. Загальні характеристики 
властивостей: 
− властивості можуть бути константами, посиланнями на збережені 
об’єкти, вбудованими об’єктами, потоками даних (BLOBs), колекціями 
констант або об’єктів; 
− із властивостями безпосередньо пов’язаний набір методів перевірки та 
збереження значень, що виконуються автоматично; 
− при наданні доступу до значень властивостей, а також при їх збереженні 
можна змінювати формат та виконувати інші перетворення даних; 
− об’єкти, на які посилаються, і вбудовані об’єкти при зверненні до 
відповідних властивостей автоматично завантажуються в пам’ять. 
Властивість має однозначне ім’я, тип даних, опціональний список ключових 
слів і опціональний список параметрів, що визначаються типом даних. 
Видимість властивостей 
Властивості можуть бути визначені як відкриті (public) або як закриті 
16 
 
(private). Якщо властивість є закритою, вона може бути використана лише методами 
класу, до якого вона належить. Відкриті властивості (за замовчуванням) можуть 
застосовуватися без обмежень. Закриті властивості успадковуються й всередині 
підкласів є видимими. 
Поведінка властивостей 
Із властивостями автоматично зв’язані кілька методів. Ці методи не 
створюються простим успадкуванням. Більше тoгo, Caché має у своєму 
розпорядженні особливий механізм для створення цих спеціальних методів. Кожна 
властивість успадковує свій набір методів від двох різних джерел:  
− від класу, в залежності від виду властивості, успадковується загальна 
поведінка. Це, наприклад, методи доступу Get() і Set(), а також методи 
перевірки; 
− від класу типу даних, залежно від типу даних властивості, 
успадковується поведінка, що залежить від типу даних. Багато з цих 
методів є генераторами методів, які, наприклад, дозволяють задати 
мінімальні й максимальні значення властивості цілочисельного типу.  
Всі класи властивостей – це системні класи. Їх неможливо специфікувати та 
змінювати їх поведінку. 
Типи даних властивостей 
Caché підтримує необмежену кількість типів даних для властивостей класів, 
причому кожен тип даних представляє собою клас [7]. Можна реалізувати власні 
типи даних (Advanced Data Types - ADTs), визначаючи відповідні класи типів даних. 
Крім того, класи типів даних управляють поведінкою властивостей об’єктів, коли 
вони за допомогою SQL представляються у вигляді стовпців реляційних таблиць.  
Класи типів даних мають наступні функціональні можливості:  
− визначають необхідні перетворення між форматом зберігання (у БД), 
логічним (у пам'яті) і форматом відображення значень;  
− відповідають за перевірку значень, що надалі може конкретизуватися за 
допомогою параметрів класів типів даних;  
− забезпечують взаємодію з SQL, ODBC, ActiveХ і Java, надаючи в їхнє 
розпорядження необхідні в кожному випадку логічні операції й методи 
перетворення даних.  
Будучи особливою формою класів, типи даних мають принципові відмінності 
від класів об’єктів:  
− від класів типів даних неможливе утворення екземплярів; 
− класи типів даних не можуть містити властивостей; 
− методи класів типів даних надаються програмісту через інтерфейс типів 
даних.  
Константи  
У найпростішому випадку, властивість може бути типу %Integer, %Date, 
%String або будь-якого іншого базового для Caché типу, а також заданого 
програмістом класу типу даних. Поведінка цих констант управляється класом типу 
даних, зв'язаним із властивістю.  
Посилання на об'єкти  
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В Caché кожен клас можна розглядати як тип даних. Якщо при визначенні 
властивості замість класу типу даних вказати збережений клас, тим самим буде 
утворене посилання на збережений об’єкт. У цьому випадку, значеннями 
властивості будуть посилання на екземпляри відповідного класу. Наприклад, так 
можна визначити властивість Manufacturer, що є посиланням на збережений клас 
об’єктів User.Manufacturer:  
Property Manufacturer As User.Manufacturer;  
Вбудовані об'єкти  
Вбудовані об'єкти функціонують аналогічно посиланням на об’єкти. Істотна 
відмінність полягає в тому, що тип даних задається не як збережений, а як клас, що 
вбудовується. Отже, значенням цієї властивості є не посилання на якийсь 
самостійний екземпляр об'єкта, а, навпаки, сам цей об'єкт вбудовується в об'єкт, що 
на нього посилається. З погляду синтаксису визначення ідентично посиланню на 
клас об'єктів:  
Property Manufacturer As User.Manufacturer;  
Потоки даних  
Потоком даних (Binary Large Object BLOB) називають велику 
неструктуровану множину даних, які необхідно зберігати в БД. Наприклад , потоки 
даних можуть застосовуватися для зберігання документів, технічних креслень або 
малюнків. Оскільки вони можуть бути дуже великі, Caché не оперує потоками 
даних, як атомарною інформацією, а надає прикладним програмам методи 
блокового запису й зчитування даних. Відповідно до вмісту розрізняють потоки 
даних типу CHARACTERSTREAM (що складається з символів) і BINARYSTREAM 
(що складається із двійкових даних). Залежно від того, як визначена відповідна 
властивість, потоки даних автоматично зберігаються в базі даних Caché або у 
файлах операційної системи. Це досягається присвоєнням параметру STORAGE 
значення GLOBAL або FILE. При цьому потік даних завжди являє собою константу, 
а не який-небудь самостійний об'єкт.  
Колекції  
Властивості, що містять множину значень, можуть бути представлені в Caché 
у вигляді колекцій. Будемо розрізняти два види колекцій: 
− колекції масиви (Array Collections), в яких елементи сортуються за 
допомогою ключа і є набором пар ключ-значення; 
− колекції – упорядковані списки (List Collections), у яких кожен елемент 
визначається номером своєї позиції.  
Колекції можуть містити константи, вбудовані об'єкти й посилання на 
об'єкти. Основи своєї поведінки колекції успадковують від спеціальних системних 
класів, що залежать від типу колекції й типу її вмісту. 
Багатомірні властивості  
Властивості можуть бути оголошені як багатовимірні. Така властивість 
поводиться, як багатовимірна змінна, для якої можуть використовуватися функції, 
що застосовуються при прямому доступі до індексованих змінних.  
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Для багатовимірних властивостей діють деякі обмеження. Так, для цього 
типу даних Caché автоматично не генерує методи властивостей. Це означає, що 
властивість не має таких методів доступу до даних, як Get() і Set(). Крім того, для 
багатовимірних властивостей не проводиться перевірка. Далі, для доступу до вузлів 
багатовимірних властивостей не може застосовуватися крапковий синтаксис. І 
нарешті, багатовимірні властивості не можуть зберігатися в таблицях SQL або 
представлятися у вигляді полів таблиць SQL.  
Тимчасові властивості  
Деякі властивості збережених класів можуть бути оголошені як тимчасові 
(transient). Тоді вони, на відміну від постійних властивостей, не заносяться в БД при 
збереженні екземпляра об’єкта. Як правило, подібні тимчасові властивості є 
корисними в тих випадках, коли необхідно проміжне зберігання тимчасових 
значень, які використовуються лише під час роботи з об’єктом. Зрозуміло, для цього 
можна було б скористатися й локальними змінними, однак тоді ці властивості не 
ставилися б автоматично у відповідність конкретним екземплярам об’єктів.  
Обчислювані властивості  
Caché дає можливість використовувати властивості, які обчислюються тільки 
під час виконання. Такі властивості називаються обчислюваними (саlсulаtеd). У 
цьому випадку розробник сам повинен надати в розпорядження Caché відповідний 
метод Get(). Наприклад, можна визначити властивість Age, що не має збереженого 
значення, при кожному звертанні до якого буде обчислюватися поточний вік особи 
виходячи з дати народження й поточної дати. Тоді ця властивість повинне мати 
метод AgeGet(), в якому здійснюватимуться відповідні обчислення.  
Відношення 
Відношення представляють собою двонаправлені залежності між 
збереженими об’єктами. В Caché реалізовано два типи відношень (один до 
багатьох): 
− parent-children – залежний зв’язок, тобто при видаленні предка 
автоматично видаляються залежні об’єкти. Аналогічно роботі 
зовнішнього ключа, що задає підтримку цілісності CASCADE; 
− one-many – незалежний зв’язок, тобто при видаленні предка при 
існуючих залежних об’єктах виводиться помилка. Аналогічно роботі 
зовнішнього ключа, що задає підтримку цілісності NO ACTION. 
Приклад діаграми класів, що містить типи даних користувача, вбудовані та 
збережені класи із різними видами властивостей поданий на рисунку 3. 
Завдання на лабораторну роботу 
Розробити концептуальну модель ПРБД (діаграму класів) в якій буде: 
1. Успадкування від абстрактного класу; 
2. В якості властивостей використано: 
− константи; 
− посилання на збережені об’єкти; 
− вбудовані об’єкти; 
− колекції-списки; 
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− колекції-масиви; 
− потоки; 
− різні види відношень; 
− обчислювана властивість; 
3. Параметр, що використовуватиметься для розрахунку властивості або у 
методі. 
Класи та властивості повинні мати сенс. 
 
Рисунок 3 – Діаграма класів предметної області «Банківська справа»  
5. ЛАБОРАТОРНА РОБОТА №4 
Створення класів предметної області та об’єктів засобами Caché Studio 
Для створення класів використовується утиліта Caché Studio, яку можна 
завантажити з меню Caché-куба. При запуску Студії система запропонує обрати 
сервер (рис. 4) та здійснити авторизацію користувача (рис. 5). Для успішної 
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авторизації потрібно ввести логін _SYSTEM та пароль SYS. Після цього необхідно 
обрати простір імен для подальшої роботи (рис. 6), наприклад USER. 
За умови успішного з’єднання стане активним основне середовище розробки 
(рис. 7). 
Нехай, ми маємо класи Book (загальні відомості про книгу, табл. 3), Chapters 
(відомості про кожну окрему главу, табл. 4), Code (код УДК, табл. 5) та Genre (жанр, 
до якого належить книга, табл. 6). Усі ці класи будуть збереженими, тобто вони 
будуть успадковуватися від класу %Persistent. 
 
  
Рисунок 4 – Вибір сервера   Рисунок 5 – Авторизація користувача 
 
Рисунок 6 – Вибір простору імен 
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Таблиця 3. Структура класу Book 
Ім’я 
властивості 
Тип Коментар 
name %String назва книги 
udk відношення з класом Code, many перелік кодів УДК 
contents відношення з класом Chapters, 
children 
перелік глав 
author %String автор 
genres масив об’єктів класу Genre перелік жанрів, до яких 
належить книга 
Таблиця 4. Структура класу Chapters 
Ім’я 
властивості 
Тип Коментар 
name %String назва глави 
page %Integer номер сторінки 
number %String номер глави 
id відношення з класом Book, 
parent 
книга, в якій міститься дана глава 
Таблиця 5. Структура класу Code 
Ім’я 
властивості 
Тип Коментар 
code %String код УДК 
name %String назва розділу УДК 
parent об’єкт класу Code посилання на батьківський запис 
id відношення з класом Book, one книга, яка належить даному УДК 
Таблиця 6. Структура класу Genre 
Ім’я властивості Тип Коментар 
descruption %GlobalCharacterStream опис жанру 
name %String назва жанру 
 
Створимо клас Book і додамо його в проект. Клас в Caché Studio можна 
створити вручну (використовуючи конструкції UDL), або автоматично 
(використовуючи Class Wizard). Для виклику візарда необхідно обрати пункт меню 
Файл – Новий, натиснути комбінацію клавіш Ctrl-n або клікнути на піктограму  
на панелі «Стандартна». У вікні необхідно обрати елемент проекту, який потрібно 
створити – в даному випадку «Визначення класу Caché» (рис. 8). 
Обираємо «Визначення класу Caché» і натискаємо OK. На екрані 
відкривається вікно з першим кроком створення класу. 
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Рисунок 7 – Інтерфейс головного вікна Caché Studio 
 
Рисунок 8 – Вікно створення елементів проекту  
На першому кроці візарда (рис. 9) зазначаються загальні відомості про 
створюваний клас – ім’я пакета, ім’я класу та коментар (опціонально). Якщо 
визначеного пакета ще не існує в БД, тоді Caché створює новий пакет автоматично. 
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Зазначаємо ім’я пакету – «Library», ім’я класу – «Book» та коментар – «загальні 
відомості про книгу». 
На другому кроці візарда (рис. 10) зазначається вид класу. Клас Book є 
збереженим, отже обираємо вид «Постійний» і переходимо на наступний крок. 
 
Рисунок 9 – Перший крок візарда створення класу 
 
Рисунок 10 – Другий крок візарда створення класу 
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На третьому кроці візарда (рис. 11) визначається «власник» класу, тобто які 
користувачі матимуть доступ, ім’я таблиці для SQL (якщо є необхідність 
використовувати інше ім’я в SQL запитах), підтримка XML, автоматична генерація 
тестових даних та використання MultiValue.  
Для підтримки автоматичної генерації тестових даних, даний клас 
успадковується від системного класу %Populate. Крім того, Caché надає можливість 
імпорту/експорту даних в/з XML документів. Методи, що реалізують даний 
функціонал успадковуються від системного класу %XML.Adaptor. 
В кінці візарда натискаємо кнопку «Завершити» і зберігаємо клас, 
натиснувши комбінацію клавіш Ctrl-S, або обравши пункт меню Файл -> Зберегти. 
 
Рисунок 11 – Третій крок візарда створення класу 
Отримаємо наступний UDL запис: 
/// загальні відомості про книгу 
Class Library.Book Extends %Persistent 
{ 
} 
Аналогічно створюються решта класів. 
Для створення нових властивостей в Caché Studio використовується візард 
властивостей. Його можна викликати з пункту меню Клас -> Додати -> Властивість, 
або натиснувши на піктограму  на панелі «Елементи».  
Перший крок візарда (рис. 12) створення властивості полягає у заповнені 
загальної інформації про властивість: ім’я властивості – «name» та коментаря – 
«назва книги» (опціонально). 
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Рисунок 12 – Перший крок візарда створення атомарної властивості 
На другому кроці візарда (рис. 13) пропонується обрати вид властивості – 
атомарна властивість (тобто властивість типу %String, %Number, власний тип тощо), 
колекція або відношення. 
 
Рисунок 13 – Другий крок візарда створення атомарної властивості 
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На третьому кроці візарда (рис. 14) пропонується визначити наступні 
характеристики властивості: 
− required – обов’язкова властивість; 
− indexed – проіндексована властивість; 
− unique – унікальні значення у властивості; 
− calculated – дана властивість буде розраховуватися і її значення не 
зберігається у БД, а розраховується на основі значень інших 
властивостей; 
− sql field name – служить для визначення імені властивості у SQL запиті. 
 
Рисунок 14 – Третій крок візарда створення атомарної властивості 
На четвертому кроці візарда (рис. 15) визначаються параметри властивості, 
за допомогою яких можна, наприклад, контролювати допустимі значення 
властивості. 
П’ятий крок візарда (рис. 16) дає можливість визначити власні методи роботи 
зі значенням властивості, такі як Get і Set. 
Завершуємо роботу візарда натисканням кнопки «Завершити». 
В результаті роботи візарда отримуємо вираз: 
/// назва книги 
Property name As %String (MAXLEN = 100); 
Аналогічно створюються інші властивості-константи, посилання на об’єкти, 
вбудовані об’єкти, потоки даних та обчислювані властивості. У випадку створення 
посилання на об’єкт або вбудованого об’єкта на другому кроці візарда необхідно 
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обрати категорію Persistent, або ту до якої відноситься необхідний клас, та знайти у 
ній відповідний пакет та клас (рис. 17). 
 
Рисунок 15 – Четвертий крок візарда створення атомарної властивості 
 
Рисунок 16 – П’ятий крок візарда створення атомарної властивості 
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Рисунок 17 – Другий крок візарда створення посилання на об’єкт (вбудованого 
об’єкта) 
У випадку, якщо потрібно створити властивість-колекцію, то на другому 
кроці візарда потрібно обрати вид властивості «Сукупність типу» і необхідний тип 
колекції, а також обрати клас, до якого належатимуть усі елементи даної колекції 
(рис. 18). 
  
Рисунок 18 – Другий крок візарда створення властивості-колекції массиву 
Для створення властивості-відношення на другому кроці візарда необхідно 
обрати вид властивості – Відношення (рис. 19). 
На третьому кроці візарда необхідно обрати вид властивості на стороні 
поточного класу (один (one), багато (many), батьківський елемент (parent), дочірні 
29 
 
елементи (children)), обрати клас, з яким буде встановлюватися відношення та 
обрати поле у вибраному класі, в якому будуть зберігатися дані, щодо відношення 
(рис. 20). 
 
Рисунок 19 – Другий крок візарда створення властивості-відношення 
На четвертому кроці візарда (рис. 21) Caché Studio пропонує: 
− створити клас, з яким ми хочемо встановити відношення, якщо він ще не 
існує; 
− створити властивість, у якій буде зберігатися відношення, якщо вона ще 
не існує; 
− якщо властивість існує, її тип змінюється; 
− створити індекс для властивості. 
 
В результаті роботи отримаємо наступні зміни в класі Book: 
/// перелік кодів УДК 
Relationship udk As Library.Code [ Cardinality = many, Inverse = id ]; 
Та наступні зміни в класі Code: 
Relationship id As Library.Book [ Cardinality = one, Inverse = udk ]; 
Index idIndex On id; 
Аналогічно створюються властивості-відношення типу parent-children. 
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Рисунок 20 – Третій крок візарда створення властивості-відношення 
 
Рисунок 21 – Четвертий крок візарда створення властивості-відношення 
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Для роботи з екземплярами класів використовуються наступні методи класів 
та об’єктів [8]: 
− створення нового об’єкта:  
Set oref = ##class(classname).%New() 
де oref – посилання на об’єкт, 
     classname – ім’я класу, екземпляр якого потрібно створити (даний 
параметр залежить від регістру і може містити ім’я пакету). 
− відкриття існуючого об’єкта: 
Set oref = ##class(classname).%OpenId(id) 
де oref – посилання на об’єкт, 
     classname – ім’я класу, екземпляр якого потрібно відкрити (даний 
параметр залежить від регістру і може містити ім’я пакету), 
     id – ідентифікатор об’єкта. 
Set oref = ##class(classname).%Open(oid) 
де oref – посилання на об’єкт, 
     classname – ім’я класу, екземпляр якого потрібно відкрити (даний 
параметр залежить від регістру і може містити ім’я пакету), 
     oid – об’єктний ідентифікатор. 
− збереження існуючого об’єкта: 
Do oref.%Save() 
де oref – посилання на об’єкт. 
− видалення існуючого об’єкта: 
Do ##class(classname).%DeleteId(id) 
де classname – ім’я класу (даний параметр залежить від регістру і може 
містити ім’я пакету), 
     id – ідентифікатор об’єкта. 
Do ##class(classname).%Delete(oid) 
де classname – ім’я класу (даний параметр залежить від регістру і може 
містити ім’я пакету), 
     oid – об’єктний ідентифікатор. 
− видалення всіх об’єктів даного класу і його підкласів: 
Do ##class(classname).%DeleteExtent() 
де classname – ім’я класу (даний параметр залежить від регістру і може 
містити ім’я пакету). 
Do ##class(classname).%KillExtent() 
де classname – ім’я класу (даний параметр залежить від регістру і може 
містити ім’я пакету). 
Заповнення властивостей 
Для заповнення властивостей, зазвичай використовується синтаксис: 
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Set oref.PropertyName = value 
де oref – посилання на об’єкт, 
     PropertyName – ім’я властивості, 
     Value – нове значення. 
Такий синтаксис використовується майже для усіх типів властивостей за 
виключенням наступних: 
− посилання на об’єкти; 
− вбудовані об’єкти; 
− колекції; 
− потоки; 
− відношення. 
Посилання на об’єкти 
Є два методи заповнення посилань на об’єкти: коли об’єкт зберігається в 
пам’яті (тоді використовується його RefOref), або якщо він існує на диску (тоді 
використовується його ідентифікатор id). 
В першому випадку синтаксис буде: 
Set oref.PropertyName = RefOref 
де oref – посилання на об’єкт, 
     PropertyName – ім’я властивості, 
     RefOref – Oref об’єкта, на який виконується посилання. 
В другому випадку: 
Do oref.PropertyNameSetObjectId(RefId) 
де oref – посилання на об’єкт, 
     RefId – ідентифікатор об’єкта, на який здійснюється посилання. 
Do oref.PropertyNameSetObject(RefOid) 
де oref – посилання на об’єкт, 
     RefOid – об’єктний ідентифікатор. 
Якщо посилання на об’єкт здійснене, то можна використовувати «каскадний 
точковий» синтаксис для заповнення властивостей об’єкта, на який було здійснено 
посилання: 
Set oref.PropertyName.RefPropertyName = value 
де oref – посилання на об’єкт, 
     PropertyName – ім’я властивості-посилання, 
     RefPropertyName – ім’я властивості в об’єкті, на який було створено 
посилання, 
     Value – нове значення. 
Вбудовані об’єкти 
Є два шляхи створення вбудованого об’єкта: 
− створити новий об’єкт класу, використовуючи метод %New(), заповнити 
його властивості та зробити посилання на отриманий oref; 
− створити та заповнити властивості вбудованого об’єкта використовуючи 
«каскадний точковий» синтаксис. 
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Колекції-списки 
Для додавання нового елементу в кінець списку використовується наступний 
синтаксис [9]: 
Do oref.PropertyName.Insert(data) 
де oref – посилання на об’єкт, 
     PropertyName – ім’я властивості-списку, 
     data – дані, які необхідно додати в список. 
Для модифікації даних в конкретній позиції списку: 
Do oref.PropertyName.SetAt(data,n) 
де oref – посилання на об’єкт, 
     PropertyName – ім’я властивості-списку, 
     data – дані, які необхідно додати в список, 
     n – позиція з початку списку, починаючи з 1. 
Для вставки нового значення в конкретну позицію списку: 
Do oref.PropertyName.InsertAt(data,n) 
де oref – посилання на об’єкт, 
     PropertyName – ім’я властивості-списку, 
     data – дані, які необхідно додати в список, 
     n – позиція з початку списку, починаючи з 1. 
Аналогічно заповнюється список вбудованих та збережених об’єктів. У 
першому випадку, замість значення самої властивості передається посилання на 
об’єкт, а у другому – об’єктний ідентифікатор. 
Для модифікації властивості об’єкта, що є членом списку, використовується 
наступний синтаксис: 
Set oref.PropertyName.GetAt(n).ListPropertyName = data 
де oref – посилання на об’єкт, 
     PropertyName – ім’я властивості-списку, 
     ListPropertyName – ім’я властивості n-го об’єкта, 
     data – дані, які необхідно присвоїти властивості, 
     n – позиція з початку списку, починаючи з 1. 
Колекції-масиви 
На відміну від колекції-списку, колекція-масив невпорядкована і містить 
пари ключ-значення. Немає ніякої різниці в синтаксисі додавання нового ключа або 
зміні даних в існуючому. 
Для додавання нового елементу використовується наступний запис: 
Do oref.PropertyName.SetAt(data,key) 
де oref – посилання на об’єкт, 
     PropertyName – ім’я властивості-масиву, 
     data – дані, які необхідно додати в масив, 
     key – ключ. 
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Аналогічно заповнюється масив вбудованих та збережених об’єктів. У 
першому випадку, замість значення самих даних передається посилання на об’єкт, а 
у другому – об’єктний ідентифікатор. 
Для модифікації властивості об’єкта, що міститься в масиві, 
використовується наступний синтаксис: 
Set oref.PropertyName.GetAt(key).ArrayPropertyName = data 
де oref – посилання на об’єкт, 
     PropertyName – ім’я властивості-масиву, 
     ArrayPropertyName – ім’я властивості n-го об’єкта, 
     data – дані, які необхідно присвоїти властивості, 
     key – ключ. 
Потоки 
Для заповнення потоку, використовуються наступні методи: 
Do oref.PropertyName.Write(data) 
де oref – посилання на об’єкт, 
     PropertyName – ім’я властивості, 
     Data – дані, які потрібно записати у властивість. 
Do oref.PropertyName.WriteLine(data) 
де oref – посилання на об’єкт, 
     PropertyName – ім’я властивості, 
     Data – дані, які потрібно записати у властивість, що закінчуються 
символом переходу на наступний рядок. 
Для зчитування даних з потоку, використовуються наступні методи: 
Write oref.PropertyName.Read(.len, .sc) 
де oref – посилання на об’єкт, 
     PropertyName – ім’я властивості, 
     len – кількість символів, які потрібно прочитати, 
     sc – змінна, в яку повертається статус виконання методу. 
Do oref.PropertyName.ReadLine(.len, .sc, .eol) 
де oref – посилання на об’єкт, 
     PropertyName – ім’я властивості, 
     len – кількість символів, які потрібно прочитати, 
     sc – змінна, в яку повертається статус виконання методу, 
     eol – змінна, в яку повертається флаг кінця потоку. 
Наприклад: 
While stream.AtEnd{  
     Write stream.ReadLine(,.sc,.eol) 
     If $$$ISERR(sc) {  
         Write "ERROR"  
         Quit  
     }  
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     If eol {  
         Write !  
     } 
} 
Відношення 
Працювати із відношеннями зі сторони «багато» та «дочірні елементи» 
необхідно так само, як зі списками об’єктів. Зі сторони «один» та «батьківський 
елемент» з відношенням потрібно працювати, як з посиланням на об’єкт. 
Завдання на лабораторну роботу 
1. Створити класи в Cache Studio з концептуальної моделі, розробленої в л/р 
№3. Додати до них клас-тип даних та замінити одну з константних властивостей на 
створений тип. 
2. Створити принаймні по 2 об’єкти кожного класу, встановити зв’язки між 
усіма об’єктами та усі об’єкти записати у БД. 
 
6. ЛАБОРАТОРНА РОБОТА №5 
Використання мови високого рівня для доступу до даних в СУБД Caché 
Розглянемо доступ до даних в СУБД Caché з .NET. Для цього 
використовується технологія Caché Managed Provider для .NET, яка надає простий та 
ефективний доступ до даних [10], що зберігаються в СУБД Caché, і 
характеризується: 
− необмеженим реляційним доступом до даних, використовуючи 
ADO.NET API; 
− необмеженим об’єктним доступом до даних, використовуючи проксі-
класи; 
− thread-safe і може використовуватися у багатопоточних .NET 
застосуваннях; 
− написана на .NET. 
Технологія Caché Managed Provider для .NET складається з наступних 
елементів: 
− Caché Object Server – сервер, що управляє зв’язком між .NET об’єктами 
та БД Caché, використовуючи стандартний мережевий протокол TCP/IP; 
− InterSystems.Data.CacheClient – набір .NET класів, в яких прописаний 
функціонал .NET класів, які створюються Caché проксі генератором;  
− Caché Proxy Generator – набір методів, які генерують .NET класи з Caché 
класів. 
Caché Proxy Generator створює .NET проксі класи для усіх зареєстрованих 
класів. Екземпляри .NET проксі класів на клієнті з’єднуються при виконанні 
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програми з відповідними Caché об’єктами на сервері, використовуючи TCP/IP 
сокети (рис. 22). 
 
Рисунок 22 – Схема роботи технології Caché Managed Provider для .NET 
Реляційний доступ 
Для реляційного доступу Caché Managed Provider використовує класи, що 
успадковуються від звичайних класів ADO Provider (тобто мають такий самий набір 
методів): 
− CacheConnection – представляє з’єднання між застосуванням та 
відповідним простором імен БД; 
− CacheCommand – інкапсулює SQL-вираз або збережену процедуру, яку 
потрібно виконати на сервері у просторі імен, визначеному у 
CacheConnection; 
− CacheDataReader – надає функціонал для однонаправленого отримання 
даних з результату виконання CacheCommand; 
− CacheDataAdapter – інкапсулює результат виконання запиту або 
збереженої процедури у просторі імен визначеному у CacheConnection. 
Використовується для заповнення ADO DataSet’у та поновлення даних у 
БД. Надає доступ у довільному напрямку до даних. 
Одна з найголовніших функцій Caché Managed Provider – встановлення 
з’єднання з БД Caché. Для цього використовуються методи класу CacheConnection. 
Даний клас використовується незалежно від того, який вид доступу (об’єктний чи 
реляційний) буде застосовуватись у програмі.  
У Caché Managed Provider використовується строка підключення до БД, яка 
складається з наступних обов’язкових параметрів: 
− SERVER – IP-адреса або ім’я хоста, наприклад localhost; 
− PORT – номер TCP/IP порта для з’єднання, наприклад 1972; 
− NAMESPACE – ім’я простору імен, до якого здійснюється підключення, 
наприклад USER; 
− PASSWORD – пароль користувача, наприклад SYS; 
− USER ID – ім’я користувача, наприклад _SYSTEM. 
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Також є необов’язкові параметри: 
− APPLICATION NAME – ім’я застосування, яке відображатиметься у 
лозі; 
− CONNECTION TIMEOUT – таймаут з’єднання, встановлює кількість 
секунд протягом яких можна підключатися до БД (за замовчуванням 
30 с); 
− LOGFILE – включає логування та визначає файл, в який буде писатися 
лог. 
Для підключення до сервера Caché Object Server потрібно створити об’єкт 
CacheConnection, заповнити його властивість ConnectionString і викликати метод 
Open(). В кінці роботи з БД з’єднання потрібно закрити, використавши для цього 
метод Close(). 
public CacheConnection CacheConnect; 
 private void CreateConnection(){ 
 try { 
     CacheConnect = new CacheConnection(); 
     CacheConnect.ConnectionString =  
 "Server=localhost; Port=1972; Namespace=SAMPLES;" 
 + "Password=SYS; User ID=_SYSTEM;"; 
     CacheConnect.Open(); 
   } 
   catch (Exception eConn){ 
        MessageBox.Show("CreateConnection error: " + eConn.Message); 
   } 
 } 
Для того, щоб автоматично отримати строку підключення (скористатися 
стандартним вікном підключення Caché), потрібно викликати метод ConnectDlg(). 
Тоді попередній приклад можна переписати наступним чином: 
 private void CreateConnection(){ 
 try { 
     CacheConnect = new CacheConnection(); 
     CacheConnect.ConnectionString = CacheConnection.ConnectDlg(); 
     CacheConnect.Open();  
  } 
} 
В цьому випадку формується строка підключення з використанням лише 
обов’язкових параметрів. 
Розглянемо приклад використання CacheCommand та CacheDataReader: 
//Підключаємося до БД  
 CacheConnection CacheConnect = new CacheConnection(); 
 CacheConnect.ConnectionString = "Server = localhost; " 
 + "Port = 1972; " + "Namespace = SAMPLES; " 
 + "Password = SYS; " + "User ID = _SYSTEM;"; 
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 CacheConnect.Open(); 
//Створюємо новий об’єкт CacheCommand та записуємо в нього SQL-запит 
 string SQLtext = "SELECT * FROM Sample.Person WHERE ID = 1"; 
 CacheCommand Command = new CacheCommand(SQLtext, CacheConnect); 
//Створюємо новий об’єкт CacheDataReader, виконуємо запит на сервері та 
записуємо результат у новостворений об’єкт класу CacheDataReader 
 CacheDataReader Reader = Command.ExecuteReader(); 
//В циклі зчитуємо дані та виводимо їх у консолі 
 while (Reader.Read()) { 
     Console.WriteLine("TinyProvider output: \r\n " 
     + Reader[Reader.GetOrdinal("ID")] + ": " 
     + Reader[Reader.GetOrdinal("Name")]); 
 }; 
//Закриваємо об’єкт CacheDataReader та звільняємо пам’ять 
 Reader.Close(); 
//Звільняємо пам’ять, що була зайнята під CacheCommand 
 Command.Dispose(); 
//Закриваємо доступ до БД 
 CacheConnect.Close(); 
Для того, щоб отримати дані з метода-запиту класу, замість виклику 
конструктора CacheCommand, в який передається строка-запит, потрібно викликати 
метод-запит класу, в який передати об’єкт CacheConnection: 
CacheCommand command = Code.GetAllCodes(CacheConnect); 
Якщо у запит потрібно передати параметри, то використовується властивість 
класу CacheCommand Parameters: 
string selectSQL = "SELECT %ID, id, name, page, number FROM 
Library.Chapters where id = ? order by page"; 
CacheCommand Command = new CacheCommand(selectSQL, CacheConnect); 
CacheParameter Name_param = new CacheParameter("id", 
CacheDbType.NVarChar); 
Name_param.Value = "1"; 
Command.Parameters.Add(Name_param); 
Для роботи з транзакціями використовується клас CacheTransaction: 
CacheTransaction Trans = 
 CacheConnect.BeginTransaction(System.Data.IsolationLevel.ReadCommitted); 
 try { 
     string SQLtext = "INSERT into Sample.Person(Name, SSN) Values(?,?)"; 
     CacheCommand Command = new CacheCommand(SQLtext, CacheConnect, 
Trans); 
     CacheParameter Name_param = new CacheParameter("name", 
CacheDbType.NVarChar); 
     Name_param.Value = "Rowe, Richard"; 
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     Command.Parameters.Add(Name_param); 
     CacheParameter SSN_param =  
 new CacheParameter("ssn", CacheDbType.NVarChar); 
     SSN_param.Value = "234-56-3454"; 
     Command.Parameters.Add(SSN_param); 
     int rows = Command.ExecuteNonQuery(); 
     Trans.Commit(); 
     Display.WriteLine("Added record for " + SSN_param.Value.ToString()); 
 } 
 catch (Exception eInsert) { 
     Trans.Rollback(); 
     WriteErrorMessage("TransFail", eInsert); 
 } 
Розглянемо використання CacheDataAdapter: 
private void AddInputParams(CacheCommand cmd, params string[] cols) 
 { 
     foreach (String column in cols) 
   { 
        cmd.Parameters.Add(column, CacheDbType.NVarChar, 50, column); 
   } 
 } 
 
private void GetChapters() 
{ 
    string selectSQL = "SELECT %ID, id, name, page, number FROM    
Library.Chapters where id = ? order by page"; 
    string updateSQL = "Update Library.Chapters Set Name = ?, number = ?, page 
= ? where ID1 = ?"; 
    string deleteSQL = "Delete from Library.Chapters where ID1 = ?"; 
    string insertSQL = "Insert into Library.Chapters(id, name, number, page) 
values (?, ?, ?, ?)"; 
 
    CacheDataAdapter conAdapter = new CacheDataAdapter(selectSQL, 
cnCache); 
    AddInputParams(conAdapter.SelectCommand, "id"); 
    conAdapter.SelectCommand.Parameters["id"].Value = selectedRowId; 
 
    conAdapter.UpdateCommand = cnCache.CreateCommand(); 
    conAdapter.UpdateCommand.CommandText = updateSQL; 
    AddInputParams(conAdapter.UpdateCommand, "Name", "number", "page", 
"ID1"); 
 
    conAdapter.DeleteCommand = cnCache.CreateCommand(); 
    conAdapter.DeleteCommand.CommandText = deleteSQL; 
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    AddInputParams(conAdapter.DeleteCommand, "ID1"); 
 
    conAdapter.InsertCommand = cnCache.CreateCommand(); 
    conAdapter.InsertCommand.CommandText = insertSQL; 
    AddInputParams(conAdapter.InsertCommand, "ID", "Name", "number", 
"page"); 
 
    DataSource ds = new DataSource(); 
    conAdapter.Fill(ds, "Chapters"); 
    ds.Tables["Chapters"].PrimaryKey = new DataColumn[] {    
ds.Tables["Chapters"].Columns["ID1"] };  
} 
 
private void button3_Click(object sender, EventArgs e) 
 { 
     DataRow newRow = ds.Tables["Chapters"].NewRow(); 
     newRow["id"] = selectedRowId; 
     newRow["name"] = tbNameCh.Text; 
     newRow["page"] = tbPageCh.Text; 
     newRow["number"] = tbNoCh.Text; 
     newRow["id1"] = selectedRowId; 
  
     ds.Tables["Chapters"].Rows.Add(newRow); 
     conAdapter.Update(ds, "Chapters"); 
  } 
 
 private void button2_Click(object sender, EventArgs e) 
 { 
     DataRow targetRow = 
ds.Tables["Chapters"].Rows.Find(selectedRowIdCgapter); 
     targetRow.BeginEdit(); 
     targetRow["name"] = tbNameCh.Text; 
     targetRow["page"] = tbPageCh.Text; 
     targetRow["number"] = tbNoCh.Text;  
     targetRow.EndEdit(); 
     conAdapter.Update(ds, "Chapters"); 
 } 
 
 private void button1_Click_1(object sender, EventArgs e) 
 { 
     DataRow targetRow = 
ds.Tables["Chapters"].Rows.Find(selectedRowIdCgapter);  
     targetRow.Delete(); 
     conAdapter.Update(ds, "Chapters"); 
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 } 
Об’єктний доступ 
Для отримання об’єктного доступу до даних, що зберігаються в БД, потрібно 
згенерувати проксі класи для відповідних класів Caché. Для цього потрібно 
викликати програму C:\InterSystems\Cache\dev\dotnet\bin\CacheNetWizard.exe і 
виконати наступні дії (рис. 23): 
 
Рисунок 23 – Вікно генератора проксі класів 
1) Обрати сервер Caché, на якому знаходяться потрібні класи. 
2) Обрати, що необхідно отримати в результаті – код або збірку і мову. 
3) Зазначити шлях для результуючого файлу. 
4) Обрати класи, які потрібно згенерувати. 
5) Зазначити додаткові опції генератора: 
a. Use .Net Compact Framework – генерація проксі класів для мобільних 
застосувань; 
b. Methods with default arguments – генерація деяких опціональних 
перевантажень системних класів; 
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c. Application Namespace – ім’я пакету, яке буде додано до імені класів. 
6) Натиснути кнопку Generate. 
Після успішної генерації отриманий файл потрібно додати до проекту. 
 
Окрім властивостей та методів класів, визначених розробником, Caché також 
генерує методи класів, успадковані від класу %Library.Persistent: 
− Id() – повертає id об’єкта якщо він є, і null якщо його немає: 
string ID = person.Id(); 
− Save() – зберігає новостворений об’єкт в БД, або, якщо об’єкт вже 
існував, вносить зміни в об’єкт, що зберігається в БД: 
CacheStatus sc = person.Save(); 
− Open() – завантажує об’єкт з об’єктним ідентифікатором OID з БД в 
пам’ять програми і повертає посилання на об’єкт: 
Type curType = Type.Open(CacheConnect, OID, out status); 
− OpenId() – завантажує об’єкт з ідентифікатором ID з БД в пам’ять 
програми і повертає посилання на об’єкт: 
Type curType =Type.OpenId(CacheConnect, id, out status); 
− ExistsId() – перевіряє чи існує в БД об’єкт з вказаним ID:  
 if (!(bool)Sample.Person.ExistsId(CacheConnect, ID)) { 
     string Message = "No person with id " + ID + " in database.";  
}; 
− DeleteId() – видаляє об’єкт з БД з ідентифікатором ID: 
CacheStatus sc = Sample.Person.DeleteId(CacheConnect, ID); 
Після отримання об’єкта в .NET його властивості можна використовувати та 
викликати методи: 
string Name = person.Name 
string ID = person.Id(); 
 
person.Home.City = "Smallville"; 
person.Home.State = "MN"; 
 
person.DeleteTypeById(10); 
В кінці роботи з об’єктом, гарним тоном є закриття об’єкта та звільнення 
пам’яті: 
person.Close(); 
person.Dispose(); 
Не константні властивості (наприклад, посилання, списки, масиви, потоки 
тощо) є об’єктами відповідних класів у .NET. Наприклад, для того, щоб отримати 
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доступ до даних, які зберігаються у відношеннях, використовується клас 
CacheRelationshipObject: 
Sample.Company company = Sample.Company.Open(CacheConnect, OID, out 
status); 
CacheRelationshipObject colleagues = company.Employees; 
 Display.WriteLine("Colleagues: ");  
 foreach (Sample.Employee colleague in colleagues) {  
     Display.WriteLine("\t" + colleague.Name); 
 } 
Прямий доступ 
Для прямого доступу до глобалів з .NET застосування використовується 
технологія Caché eXTreme для .NET [11]. На відміну від розглянутого .NET Managed 
Provider, Caché eXTreme для зв’язку з базою даних не використовує TCP або TCP/IP 
з’єднання. Натомість використовується високошвидкісне внутрішньопроцесне 
з’єднання, впроваджене за використання стандартного .NET API та технології Caché 
Callin. Тобто, застосування працює в тому ж процесі, що і екземпляр Caché. Це 
накладає певні обмеження на взаємне розташування клієнта та сервера – вони 
повинні знаходитися на одній машині. Однак, клієнт може отримувати дані з 
серверів БД, що знаходяться на інших фізичних серверах за допомогою технології 
Caché ECP. 
Для роботи Caché eXTreme необхідно мати версію Caché принаймні 2012.2, 
та версію .NET Framework принаймні 2.0. Також необхідно налаштувати змінні 
середовища: 
− змінна GLOBALS_HOME має містити шлях до директорії, куди 
встановлено СКБД Caché, наприклад: C:\InterSystems\Cache\ 
− змінна PATH має містити шлях до директорії Bin в папці, куди 
встановлено СКБД Caché, наприклад: C:\InterSystems\Cache\Bin 
Крім цього в проект в Microsoft Visual Studio необхідно додати посилання на 
бібліотеки InterSystems.CacheExtreme.dll та InterSystems.Data.CacheClient.dll, які 
знаходяться в директорії dev\dotnet\bin\v2.0.50727\ в папці, куди встановлено СУБД 
Caché. 
Зазначені бібліотеки містять наступні класи для роботи з прямим доступом 
до даних: 
− ConnectionContext – використовується для створення об’єкта Connection.  
− Connection – клас, що інкапсулює посилання на об’єкт підключення до 
бази даних. В контексті бази даних в кожен момент часу існує лише 
одне підключення до БД і всі запущені програми використовують саме 
це підключення. 
− GlobalsDirectory – клас, об’єкт якого надає користувачу можливість 
переглядати імена глобалів у поточній області імен як у висхідному так і 
нисхідному порядку. 
− NodeReference – клас, що інкапсулює посилання на глобальний індекс. 
Тобто надає методи для визначення імені, індексів та значень глобала, а 
також методи для маніпулювання значенням глобала. 
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− ValueList – клас, що інкапсулює .NET представлення системного списку 
Caché, що створюється за допомогою функції $ListBuild. 
− ByteArrayRegion – клас, що дозволяє визначати область байтового 
масиву для передачі його, як аргументу для функцій Caché ObjectScript 
без того, щоб копіювати його у окремий екземпляр byte[]. 
− базові класи для обробки виключних ситуацій. 
Розглянемо детальніше деякі методи, що присутні в зазначених класах. 
Почнемо розгляд з класу ConnectionContext. 
Метод GetConnection([string connectionClassName]) – функція, що повертає 
екземпляр класу Intersystems.Globals.Connection, або екземпляр класу, зазначеного у 
параметрі connectionClassName. 
Connection myConn = ConnectionContext.GetConnection(); 
Клас Connection використовується для роботи із підключенням до БД. Даний 
клас має наступні методи. 
Метод Connect([string namespc, string user, string password]) – процедура, що 
виконує підключення до зазначеної бази даних. Даний метод використовує значення 
змінної середовища GLOBALS_HOME для визначення СУБД, до якої необхідно 
виконати підключення. Вхідні параметри: 
− namespace – область імен, до якої потрібно виконати підключення, 
значення за замовчуванням – «USER»; 
− user – ім’я користувача, під яким виконується підключення, значення за 
замовчуванням – пуста строка; 
− password – пароль користувача, під яким виконується підключення, 
значення за замовчуванням – пуста строка. 
myConn.Connect("User", "_SYSTEM", "SYS"); 
Метод IsConnected() – функція, що повертає true, якщо об’єкт Connection 
підключений до БД. 
if (myConn.IsConnected()) 
{ MessageBox.Show("З’єднання з БД виконано");} 
else 
{ MessageBox.Show("З’єднання з БД не було виконано");} 
Метод Close() – процедура, що звільняє всі ресурси, які використовуються 
даним екземпляром класу. 
myConn.Close(); 
Метод CreateList([int bufferSize]) – функція, що створює екземпляр класу 
ValueList з буфером розміром bufferSize, який збільшується за необхідності. Якщо 
вхідний параметр не зазначено, береться значення за замовчуванням, яке рівне 1 кБ. 
Зазначення меншого розміру буферу дозволяє зберегти пам’ять, якщо користувач 
упевнений в тому, що список займає місце менше за 1кБ. Зазначення більшого 
розміру буферу дозволяє у деяких випадках підвищити швидкодію, оскільки 
дозволяє уникнути перерозподіл пам’яті, якщо список займає набагато більше 1кБ. 
ValueList myList = myConn.CreateList(); 
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Метод CreateNodeReference([string name]) – функція, що створює екземпляр 
об’єкта NodeReference, та встановлює ім’я глобала, який береться за корінь дерева 
для подальшої обробки. Якщо параметр не зазначений, то необхідно викликати для 
створеного об’єкта метод SetName(). 
NodeReference nodeRef = myConn.CreateNodeReference("Global"); 
Клас NodeReference представляє посилання на вузол глобала і надає методи 
для визначення імені поточного вузла і його індексів, маніпуляцій над вузлом, 
переміщення по дереву індексів. 
Метод AppendSubscript(string subscriptValue) – процедура, що додає новий 
індекс subscriptValue типу string в кінець списку індексів поточного вузла (на 
новому рівні), наприклад, якщо поточний вузол - ^Temp(1), то в результаті 
виконання процедури AppendSubscript(“string”), отримаємо вузол ^Temp(1, “string”). 
Також можна додавати індекс типу long, byte[], Object, double, int. 
nodeRef.AppendSubscript("10/09/2013"); 
Метод Close() – процедура, що звільняє всі ресурси, які використовуються 
даним екземпляром класу. 
nodeRef.Close(); 
Метод GetBytes([params Object[] subscripts]) – функція, що повертає значення 
вузла у вигляді масиву байтів byte[]. У випадку, коли вузол не існує, або пустий, 
функція повертає null. Вхідний параметр: 
− subscripts – 0 або більше індексів для визначення вузла глобала, чиє 
значення потрібно повернути. 
using (MemoryStream stream = new MemoryStream(nodeRef.GetBytes())) 
{ pictureBox1.Image = System.Drawing.Image.FromStream(stream); } 
Метод GetDouble([Object[] subscripts]) – функція, що повертає значення вузла 
у вигляді числа із плаваючою точкою double. У випадку, коли вузол не існує, або 
пустий, функція викликає виключну ситуацію. Цей метод не повинен 
використовуватися, якщо значення вузла є строкою. Вхідний параметр: 
− subscripts – 0 або більше індексів для визначення вузла глобала, чиє 
значення потрібно повернути. 
Метод GetInt([Object[] subscripts]) – функція, що повертає значення вузла у 
вигляді цілочисельного значення int. У випадку, коли вузол не існує, або пустий, 
функція викликає виключну ситуацію. Якщо даний метод було використано для 
отримання значення вузла, тип якого є число із плаваючою точкою, результат буде 
обрізаний до точності long. Цей метод не повинен використовуватися, якщо 
значення вузла є строкою. Вхідний параметр: 
− subscripts – 0 або більше індексів для визначення вузла глобала, чиє 
значення потрібно повернути. 
Int value = nodeRef.GetInt(); 
Метод GetList([Object[] subscripts]) – функція, що повертає значення вузла у 
вигляді списку ValueList. У випадку, коли вузол не існує, або пустий, функція 
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викликає виключну ситуацію. Вхідний параметр: 
− subscripts – 0 або більше індексів для визначення вузла глобала, чиє 
значення потрібно повернути. 
ValueList outList = nodeRef.GetList(); 
Метод GetObject([Object[] subscripts]) – функція, що повертає значення вузла 
у вигляді об’єкта, який можна привести до одного з типів даних: int, long, double або 
String. При чому значення вузлів, які є byte[] або ValueList визначаються як тип 
даних String. У випадку, коли вузол не існує, або пустий, функція повертає null. 
Вхідний параметр: 
− subscripts – 0 або більше індексів для визначення вузла глобала, чиє 
значення потрібно повернути. 
Object value = nodeRef.GetObject(); 
Метод GetString([Object[] subscripts]) – функція, що повертає значення вузла 
у вигляді строки String. У випадку, коли вузол не існує, або пустий, функція 
повертає null. Будь-яке значення вузла глобала може бути отримане за допомогою 
цієї функції, однак отримане значення може не мати сенсу в контексті програми. 
Вхідний параметр: 
− subscripts – 0 або більше індексів для визначення вузла глобала, чиє 
значення потрібно повернути. 
String value = nodeRef.GetString(); 
Метод GetObjectSubscript(int subscriptPosition) – функція, що повертає індекс 
вузла, визначеного позицією subscriptPosition (починаючи з 1) у вигляді об’єкта, 
який можна привести до одного з типів int, long, double, String. У випадку, коли 
параметр subscriptPosition містить значення, більше за поточну кількість індексів у 
вузлі, функція викликає виключну ситуацію.  
Метод GetStringSubscript(int subscriptPosition) – функція, що повертає індекс 
вузла, визначеного позицією subscriptPosition (починаючи з 1) у вигляді строки 
String. У випадку, коли параметр subscriptPosition містить значення, більше за 
поточну кількість індексів у вузлі, або індекс іншого типу, функція викликає 
виключну ситуацію. 
String subs = nodeRef.GetStringSubscript(1); 
Метод GetSubscriptCount() – функція, що повертає кількість індексів у 
поточного вузла, наприклад якщо поточний вузол ^Temp(1, 2), то метод повертає 
значення 2. 
nodeRef.GetSubscriptCount(); 
Метод NextSubscript([params Object[] subscripts]) – функція, що повертає 
строку із наступним індексом на поточному рівні. Повертає пусту строку, якщо на 
поточному рівні індекси відсутні. Аналогічна виконанню коду $ORDER(global). 
− subscripts – 0 або більше індексів для визначення потрібного вузла 
глобала. 
aNodeRef.NextSubscript(); 
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Метод PreviousSubscript([params Object[] subscripts]) – функція, що повертає 
строку із попереднім індексом на поточному рівні. Повертає пусту строку, якщо на 
поточному рівні індекси відсутні. Аналогічна виконанню коду $ORDER(global, -1). 
− subscripts – 0 або більше індексів для визначення потрібного вузла 
глобала. 
aNodeRef.PreviousSubscript(); 
Метод HasData([params Object[] subscripts]) – функція, що перевіряє чи є 
значення у поточного вузла. Повертає true, якщо значення присутнє, тобто глобал із 
зазначеними індексами існує. Аналогічна виконанню коду $DATA(global) = 1 в 
Caché Object Script. Вхідний параметр: 
− subscripts – 0 або більше індексів для визначення вузла глобала, 
наявність значення у якого потрібно перевірити. 
aNodeRef.HasData() 
Метод HasSubNodes([params Object[] subscripts]) – функція, що перевіряє чи 
існують дочірні вузли у поточного вузла глобала. Повертає true, якщо такі вузли 
присутні. Аналогічна виконанню коду $DATA(global)\10 = 1 в Caché Object Script. 
Вхідний параметр: 
− subscripts – 0 або більше індексів для визначення вузла глобала, 
наявність значення у якого потрібно перевірити. 
aNodeRef.HasSubnodes() 
Метод SetSubscript(int subscriptPosition, double value) – процедура зміни 
існуючого ін-дексу, або додавання нового індексу типу double. Наприклад, якщо 
поточний глобал ^Temp(1, “string”), то після виконання процедури SetSubscript(1, 
“change”) отримаємо глобал ^Temp(“change”, “string”). Даний метод еквівалентний 
до виклику методу AppendSubscript(), якщо subscriptPosition = GetSubscriptCount() + 
1. Наприклад, якщо по-точний глобал ^Temp(1, “string”), то після виконання 
процедури SetSubscript(3, “change”) отримаємо глобал ^Temp(1, “string”, “change”). 
Якщо в параметр subscriptPo-sition передано значення, що перевищує 
GetSubscriptCount() + 1, то виникне виключна ситуація. Аналогічно створюються 
індекси типу int, string, long. Вхідні параметри: 
− subscriptPosition – номер рівня, на якому потрібно встановити нове 
значення індексу (відлік індексів починається з 1); 
− value – нове значення індексу. 
nodeRef.SetSubscript(5, "10/02/1983"); 
Метод SetSubscriptCount(int number) – процедура, що скорочує кількість 
індексів поточного вузла глобалу, видаляючи усі індекси після того, номер якого 
вказаний у параметрі number (відлік індексів починається з 1). Наприклад, якщо 
поточний глобал ^Temp(1, “string”), то після виконання процедури 
SetSubscriptCount(1) отримаємо глобал ^Temp(1). Якщо значення параметру number 
більше за кількість індексів у поточному вузлі, то виникає виключна ситуація. 
nodeRef.SetSubscriptCount(3); 
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Метод Set(int value[, params Object[] subscripts]) – процедура присвоєння 
значення типу int у відповідний вузол глобала. Якщо вузол не існує, то він 
створюється. Аналогічно створюються вузли зі значеннями типу string, byte[], 
ValueList, long, double. Вхідні параметри: 
− value – значення, яке необхідно присвоїти вузлу; 
− subscripts – 0 або більше індексів для визначення потрібного вузла 
глобала. 
nodeRef.Set(6.0, "Knight rider", 2008, 1, 0); 
nodeRef.Set(9, "Knight rider", 2008, 1, 0, "02/17/2008"); 
nodeRef.Set(6.0, "Knight rider", 2008, 1, 1); 
nodeRef.Set(7, "Knight rider", 2008, 1, 1, "09/24/2008"); 
Клас ValueList інкапсулює .NET представлення системного списку в Caché 
ObjectScript %ListBuild. Типи даних різних елементів списку можуть бути різними, 
тобто перший елемент списку може бути строкою, другий – цілим числом, третій – 
масивом байтів, четвертий – ще одним списком і т. д. Підтримуються типи даних: 
int, long, double, String, byte[], ValueList. Екземпляр цього класу створюється за 
допомогою методу CreateList() або конструктору класу ValueList(). Даний клас має 
наступні властивості та методи. 
Властивість Length містить кількість елементів у списку. 
Метод Append(byte[] value) – процедура, що додає значення типу byte[] в 
список. Аналогічно додаються в список дані типу double, int, long, string, ValueList, 
Obect[]. 
myList.Append("Justin Bruening", "Deanna Russo", "Bruce Davison", "Sydney 
Tamiia Poitier", "Yancey Arias"); 
Метод Clear() – процедура, що очищує список. 
myList.Clear(); 
Метод Close() – процедура, що звільняє всі ресурси, які використовуються 
даним екзе-мпляром класу. 
myList.Close(); 
Метод GetNextBytes() – функція, що повертає наступний елемент списку у 
вигляді масиву байтів. Повертає null, якщо елемент списку пустий. 
byte[] value = outList.GetNextBytes() 
Метод GetNextDouble() – функція, що повертає наступний елемент списку у 
вигляді типу даних double. Повертає 0, якщо елемент списку пустий. 
Метод GetNextInt() – функція, що повертає наступний елемент списку у 
вигляді типу даних int. Повертає 0, якщо елемент списку пустий. 
Метод GetNextList([ValueList reuseList]) – функція, що повертає наступний 
елемент списку у вигляді типу даних ValueList. Повертає null, якщо елемент списку 
пустий. Вхідний параметр: 
− reuseList – існуючий екземпляр класу ValueList, який необхідно 
модифікувати і повернути. 
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Метод GetNextLong() – функція, що повертає наступний елемент списку у 
вигляді типу даних long. Повертає 0, якщо елемент списку пустий. 
Метод GetNextString() – функція, що повертає наступний елемент списку у 
вигляді типу даних string. Повертає null, якщо елемент списку пустий. 
Метод GetNextObject([bool returnBytes]) – функція, що повертає наступний 
елемент списку у вигляді типу даних Object. Повертає null, якщо елемент списку 
пустий. Тип даних визначається в залежності від значення елементу списку. Вхідний 
параметр: 
− returnBytes – якщо значення параметру true, то строки зі списку 
повертаються у вигляді масиву байтів. 
ValueList outList = nodeRef.GetList(); 
outList.ResetToFirst(); 
listBox1.Items.Clear(); 
for (int i = 0; i < outList.Length; i++) 
{ 
     listBox1.Items.Add(outList.GetNextObject()); 
} 
outList.Close(); 
Завдання на лабораторну роботу 
1. На будь-якій мові програмування високого рівня розробити інтерфейс 
користувача для створення, редагування та видалення об’єктів кожного класу з л/р 
№4 та встановлення зв’язків між ними, використовуючи об’єктний доступ до даних. 
Вивести перелік існуючих об’єктів кожного класу в таблицю за допомогою 
реляційного доступу. 
2. Для глобала з л/р №2 зробити програму на мові високого рівня для 
перегляду та зміни значень вузлів та індексів. 
7. ЛАБОРАТОРНА РОБОТА №6 
Створення методів класів та об’єктів в ПРБД Caché 
Методами називають операції, які може виконувати об’єкт або клас об’єктів. 
Кожний метод має однозначне ім'я, формальну специфікацію аргументів, значення, 
що повертається, та код методу.  
До складу кожного методу входить список формальних аргументів, що при 
виклику методу заповнюється актуальними значеннями [12]. Кожний можливий 
формальний аргумент у списку приводиться з очікуваним типом даних і 
опціональним значенням за замовчуванням. Якщо тип даних не заданий, 
приймається %String.  
Method Calculate(count As %Integer, name, state As %String = "CA") 
{  
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 // ... 
} 
В даному випадку count має тип %Integer, а name та state – тип %String. При 
чому для аргументу state зазначено значення за замовчуванням – "CA". 
Список формальних аргументів може бути порожнім, у цьому випадку метод 
не очікує ніяких аргументів. З іншого боку, при виклику не обов’язково задавати всі 
аргументи, тоді вони залишаються не визначеними або заповнюються значеннями за 
замовчуванням, якщо такі є.  
За замовчуванням аргументи методу передаються за значенням (call bу 
vаluе). Також вхідні параметри можуть передаватися за посиланням (call bу 
reference), тобто передається посилання на змінну. Для того, щоб передати параметр 
за посиланням, потрібно зазначити модифікатор ByRef: 
Method Swap(ByRef x As %Integer, ByRef y As %Integer) 
{ 
 Set temp = x 
 Set x = y 
 Set y = temp 
} 
Крім того, в методах можуть використовуватися аргументи, чиє значення 
повертається за посиланням, але не має вхідного значення. Для цього 
використовується модифікатор Output. Він схожий на ByRef, але початкове значення 
аргументу ігнорується. Наприклад: 
Method CreateObject(Output newobj As MyApp.MyClass) As %Status 
{ 
 Set newobj = ##class(MyApp.MyClass).%New() 
 Quit $$$OK 
} 
Для виклику методу, в якого аргументи передаються за посиланням, 
використовується синтаксис: 
Do obj.Swap(.arg1, .arg2) 
Крім того, можна використовувати синтаксис «…» для зазначення того, що 
метод приймає змінну кількість аргументів. Використовується лише разом із єдиним 
або останнім аргументом, який має бути типу %List. Елементами списку можуть 
бути прості типи даних, об’єкти, або їх комбінація. 
ClassMethod MultiArg(Args... As %List) as %Number 
{ 
 Set sum = 0 
 For i = 1 : 1 : $Get(args, 0) 
 { 
 Set sum = sum + $Get(args(i)) 
 } 
 Quit sum 
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 } 
Крім аргументів, за допомогою яких метод одержує значення, метод може 
мати значення, що повертається. Тип даних значення, що повертається, може бути 
яким завгодно, однак найчастіше використовується тип %Status для повернення 
інформації про статус завершення методу.  
Видимість методів  
На вибір розробника методи можуть бути визначені як відкриті (рubliс), або 
як закриті (private). В останньому випадку вони можуть викликатися винятково 
методами класу, до якого вони належать. Методи, оголошені як рubliс, можуть 
викликатися без обмежень. Відповідно до об'єктної моделі Caché, закриті методи 
завжди успадковуються; всередині підкласів вони видимі і їх можна застосовувати.  
Методи класу й екземплярів  
Методи розділяються на методи класу й методи об’єкта, причому найбільш 
традиційними з них є методи об’єктів, іменовані коротко «методи». Методи 
екземплярів завжди викликаються для певного екземпляра об'єкта, посилання на 
який вони неявно одержують. Дане посилання на «самого себе» здійснюється 
всередині методу за допомогою синтаксису ##this або «..». На противагу цьому, 
виконання методів класу не відноситься до конкретного екземпляра об’єкта. Методи 
класу викликаються без передачі об’єктного посилання, тому синтаксис ## this у них 
відсутній, так само як і доступ до властивостей об’єктів і можливість виконання 
методів екземплярів. Однак параметри класу доступні методам класу.  
Типовими представниками методів класу є метод %New(), що створює новий 
екземпляр об'єкта, і метод %Ореn(), що породжує екземпляри збереженого об'єкта.  
Види методів  
В об'єктній моделі Caché розрізняються чотири різновиди методів [7]:  
Метод-код (Code) – містить код, написаний мовою Caché ObjectScript. 
Компілятор класів створює з нього виконувану програму Caché ObjectScript, що 
викликається при будь-якому наступному звертанні до методу. Подібні методи 
можуть містити будь-який синтаксично правильний код мовою Caché ObjectScript, 
включаючи макроси, вбудований SQL і вбудований HTML. 
Метод-вираз (Expression) – містить не повністю оформлений фрагмент коду 
мовою Caché ObjectScript, а лише один вираз. При компіляції програми всі виклики 
методу замінюються цим виразом. Кожний формальний аргумент методу-виразу 
повинен мати значення за замовчуванням. Передача параметрів за посиланням 
неприпустима. Крім того вираз не може містити макросів, вбудованого SQL або 
HTML.  
Метод-виклик (Саll). Викликає існуючу програму. Як правило, такі методи 
використовуються для того, щоб інкапсулювати існуючий код в об’єктно-
орієнтований проект.  
Метод-генератор методу. Генератори методів – це особливі методи, що 
містять код для породження коду мовою Caché ObjectScript. Вони використовуються 
під час компіляції класів для генерації версії методу часу виконання (Runtime 
версії). При цьому вони можуть звертатися до параметрів класу для вибору 
підходящого варіанта коду.  
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Розглянемо деякі приклади ситуацій, у яких застосовуються різні види 
методів. 
Для того, щоб написати геттер для розрахункового поля, зазвичай 
використовується два методи, перший з яких виконує власне розрахунок і є 
методом-кодом, а другий – викликає перший метод і є методом-виразом. Це 
пов’язано з тим, що при використанні розрахункових полів в sql використовується 
власний розрахунок значення колонки. І для того, щоб не писати схожий код двічі, 
гарною практикою є написання методу класу для виконання розрахунку з 
подальшим викликом цього методу в двох місцях. За домовленістю назва методу 
розрахунку формується з двох частин: «Calc» та назви властивості, наприклад: 
CalcAge. 
ClassMethod CalcAge(DOB As %Date) As %Integer 
{ 
 Quit $ZDate($Horolog,8)-$ZDate(DOB,8)\10000 
} 
Після цього, в гетері для даної властивості викликаємо цей метод і передаємо 
в нього необхідні параметри. 
Method AgeGet() As %Integer [ CodeMode = expression, ServerOnly = 1 ] 
{ 
##class(Test.Human).CalcAge(..DateOfBirth) 
} 
Якщо при розрахунку необхідно використати параметр, то його значення у 
методі об’єкта можна отримати за допомогою синтаксису “..#PARAMNAME”, 
наприклад: 
if (price > 100) {  
 set price = price * (1+..#TAXRATEHIGH) 
 } else { 
 set price = price * (1+..#TAXRATELOW)  
 } 
Також методи-коди використовуються при створенні типів даних 
користувача, а саме при визначення методів для обробки даних: перетворення між 
логічним, екранним, ODBC та SOAP представленнями (рис. 24). 
Методи класів-типів даних мають стандартизовані імена та сигнатури: 
− IsValid() – містить код, що повертає 1 якщо значення введено вірно, і 0 – 
якщо невірно. Викликається автоматично для усіх властивостей при 
збереженні об’єкта. 
− DisplayToLogical() – містить код, що повертає результат перетворення 
екранного представлення в логічний формат. 
− LogicalToDisplay() – містить код, що повертає результат перетворення 
логічного представлення в екранне. 
− LogicalToStorage()– містить код, що повертає результат перетворення 
логічного представлення у формат, в якому дані зберігаються на 
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жорсткому диску. 
− StorageToLogical()– містить код, що повертає результат перетворення 
представлення, в якому дані зберігаються на диску, у логічний формат. 
− OdbcToLogical() – містить код, що повертає результат перетворення 
ODBC представлення у логічний формат. 
− LogicalToOdbc() – містить код, що повертає результат перетворення 
логічного представлення у ODBC формат. 
− LogicalToXSD() – містить код, що перетворює логічний формат даних у 
SOAP формат. 
− XSDToLogical() – містить код, що перетворює SOAP формат у логічний 
формат. 
 
Рисунок 24 – Схема перетворення форматів даних 
Окрім першого методу, всі інші методи не викликаються автоматично. Їх 
потрібно викликати, коли в цьому виникає необхідність. Крім того, самі по собі 
останні 8 методів не викликаються, а об’єднуючись із іменем властивості 
використовуються для перетворення формату даних. Наприклад, нехай в класі 
Test.Book є властивість: 
Property ISBNAs Test.ISBNType; 
Клас-тип даних Test.ISBNType визначається: 
Class Test.ISBNType Extends %String 
{ 
 
/// ISBN 00-0000-000-0 
Формат 
відображення 
даних 
Формат для 
передачі даних 
через SOAP 
Формат 
ODBC 
Формат, в якому дані 
зберігаються на 
жорсткому диску 
Формат 
представлення 
даних у пам’яті 
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Parameter PATTERN = "1""ISBN""10N"; 
ClassMethod LogicalToDisplay(%val As %String) As %String [ ServerOnly = 0 ] 
{ 
 quit:(%val = "") "" 
 quit $e(%val,1,4) _ " " _ 
   $e(%val,5,6) _ "-" _ 
    $e(%val,7,10) _ "-" _ 
    $e(%val,11,13) _ "-" _ 
    $e(%val,14) 
} 
 
ClassMethod DisplayToLogical(%val As %String) As %String [ ServerOnly = 0 ] 
{ 
 quit $tr(%val," -") 
} 
} 
Для отримання сигнатури методів перетворення формату даних 
використовується пункт меню Клас -> Рефакторинг -> Перевизначення (рис. 25). У 
ньому потрібно обрати метод, який потрібно перевизначити и написати необхідний 
код. 
 
Рисунок 25 – Вікно перевизначення складових частин класів-предків 
55 
 
Методи класу часто використовуються для пакетної генерації тестових 
даних. Для того, щоб була можливість автоматично генерувати тестові дані, клас 
потрібно унаслідувати від %Library.Populate. Тобто визначення класу повинно мати 
вигляд: 
Class Test.Book Extends (%Persistent, %Library.Populate) 
Для автоматичного заповнення значень властивостей використовуються або 
вбудовані методи, або написані користувачем. Якщо у класі є властивість, ім’я якої 
співпадає із існуючим методом у класі %Library.PopulateUtils, то дані будуть 
створені автоматично. В іншому випадку, потрібно створювати власні методи для 
заповнення властивостей. 
Для того, щоб вказати системі який метод потрібно використати для 
заповнення властивості тестовими даними є параметр POPSPEC, що має вигляд: 
Property Name As %String(POPSPEC = "Name()"); 
Є кілька варіантів визначення значення параметру POPSPEC: 
− POPSPEC = “Method()” – використовується метод з іменем Method класу 
%PopulateUtils; 
− POPSPEC = “.Method()” – використовується метод об’єкта даного класу 
з іменем Method; 
− POPSPEC = “##class(Class).Method()” – використовується метод з іменем 
Method незареєстрованого класу з іменем Class”. 
Наприклад: 
Class Test.PopulateSample Extends (%Persistent, %Populate) 
{ 
Property PName As %String(POPSPEC = "Name(""F"")"); 
Property Code As %String(POPSPEC = ".MakeCode()"); 
Property SSN As %String(POPSPEC = "##class(MyApp.Utils).MakeSSN()"); 
Property Number As %Integer; 
} 
Якщо потрібно заповнити список, то параметр POPSPEC приймає вигляд: 
Property PropName As list Of TypeName (POPSPEC="MethodName:MaxNo"); 
Якщо потрібно заповнити масив, то параметр POPSPEC приймає вигляд: 
Property PropName As array of TypeName 
(POPSPEC="MethodName:MaxNo:KeySpec"); 
Для створення власних методів генерації тестових даних використовуються 
методи класу, наприклад: 
Class Test.PopUtils 
{ 
ClassMethod ISBNGen() As %String 
{ 
 // ISBN 00-0000-000-0 
 set num1 = $random(89)+10 
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 set num2 = $random(8999)+1000 
 set num3 = $random(899)+100 
 set num4 = $random(9) 
        quit "ISBN"_num1_num2_num3_num4 
} 
} 
В такому випадку запис властивості ISBNматиме вигляд: 
Property ISBN As Test.ISBNType(POPSPEC = 
"##class(Test.PopUtils).ISBNGen()"); 
Також можна заповнювати тестові дані за допомогою надання системі 
переліку можливих значень. Наприклад: 
ClassMethod City() As %String 
{ 
 s 
t1=$lb("Albany","Boston","Bensonhurst","Chicago","Denver","Elmhurst","Fargo
","Gansevoort","Hialeah","Islip","Jackson","Larchmont","Miami","Newton","Oak 
Creek","Pueblo","Queensbury","Reston","St 
Louis","Tampa","Ukiah","Vail","Washington","Xavier","Youngstown","Zanesville
") 
 Quit $li(t1,$r($ll(t1))+1) 
} 
Для того, щоб згенерувати тестові дані потрібно викликати метод класу 
Populate(), який приймає два необов’язкові параметри:  
− кількість об’єктів, за замовчуванням = 10; 
− необхідність виводити інформацію про створення об’єктів, за 
замовчуванням = 0. 
Для створення будь-якого виду методу необхідно обрати пункт меню Клас – 
Додати – Метод або клікнути на піктограму  «Новий метод» на панелі 
«Елементи». Відкриється вікно візарда створення методів (рис. 26), на першому 
кроці якого необхідно ввести назву методу та опис (опціонально). 
На другому кроці візард запропонує ввести тип значення, що повертається, 
якщо метод є функцією, і заповнити список аргументів (рис. 27). 
На наступному кроці візард (рис. 28) запропонує визначити, чи має метод 
наступні ознаки: 
− private – чи є метод приватним; 
− final – чи можна перевизначати даний метод в успадкованих класах; 
− classMethod – чи є цей метод методом класу; 
− SqlProc – чи можна використовувати даний метод у SQL-представленні. 
− мова – можна обрати мову, якою буде написано текст методу (для 
роботи з об’єктним доступом можна використовувати мови basic та 
cache, для web-доступу можна використовувати інші мови з переліку). 
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Рисунок 26 – Перший крок візарда створення методу 
 
Рисунок 27 – Другий крок візарда створення методу 
58 
 
 
Рисунок 28 – Третій крок візарда створення методу 
На останньому кроці візард запропонує ввести тіло методу (рис. 29). 
 
Рисунок 29 – Четвертий крок візарда створення методу 
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Завдання на лабораторну роботу 
Розробити приклади методів типу code та expression. Вони повинні 
виконувати функції: 
− розрахунок поля Calculated; 
− перетворення представлень власного типу даних; 
− генерація тестових даних для усіх класів. 
8. ЛАБОРАТОРНА РОБОТА №7 
Caché SQL для роботи з об’єктами 
СКБД Caché в повному об’ємі реалізовує основні принципи об’єктно-
орієнтованої технології, а також підтримує мову структурованих запитів SQL. Це 
забезпечує виконання запитів згідно стандарту, що підтримується багатьма 
інструментальними засобами [13]. Крім того, за допомогою єдиної архітектури 
даних, можливе автоматичне перетворення описів реляційних об’єктів у класи. При 
отриманні DDL даних, Caché автоматично перетворює DDL-опис у свою внутрішню 
форму і зберігає отриману конструкцію у словнику даних. Це дозволяє працювати з 
даними, як у вигляді реляційних таблиць, так і класів об’єктів. Таким чином, при 
переході на об’єктну технологію, розробка не починається з нуля – багато операцій 
Caché робить автоматично.  
Класи Caché також можуть бути представлені у вигляді реляційних таблиць. 
Відношення між різними поняттями об’єктного та реляційного представлень подані 
у таблиці 7. 
Таблиця 7. Співвідношення реляційного та об’єктно-орієнтованого підходу 
Об’єктне поняття Реляційне поняття 
Клас Таблиця 
Екземпляр Строка 
Ідентифікатор об’єкта Колонка первинного ключа 
Властивість-константа Колонка 
Посилання на збережений об’єкт Зовнішній ключ 
Серіалізований об’єкт Індивідуальні стовпчики 
Колекція-список Колонка з полем-списком 
Колекція-масив Окрема таблиця 
Індекс Індекс 
Запит Збережена процедура або представлення 
Метод класу Збережена процедура 
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Також в Caché є деякі поняття, яким немає відповідних у реляційній моделі, 
наприклад параметри класу, методи об’єктів тощо. Крім того, запити можуть бути 
членами класу, наприклад: 
Query GetAll() As %SQLQuery(CONTAINID = 1) 
{ 
SELECT %ID, sampleProperty FROM sample 
} 
Реалізація SQL в Caché передбачає цілий ряд розширень стандартного 
синтаксису в порівнянні з ANSI-стандартом. Це було зроблено для підтримки 
інтеграції з Caché Objects. До них відносяться: 
− додаткові оператори Caché; 
− поля-списки; 
− з’єднання; 
− відношення залежності. 
Поля-списки 
Caché SQL дозволяє визначати поля за допомогою декількох значень. При 
цьому в SQL анотації, такі дані, що містяться в полях-списках будуть представлені 
простою строкою символів. При цьому поля-списки можуть використовуватися як 
при запитах (за допомогою select), так і при вставці та модифікації даних (за 
допомогою insert та update). 
З’єднання 
В Caché SQL представлені шість типів з’єднань: 
− ліве, праве та повне зовнішні з’єднання (One-way outer join); 
− внутрішнє з’єднання (Inner join); 
− перехресне з’єднання (Cross join); 
− неявне з’єднання (Implicit join). 
Перехресне з’єднання 
Зв’язує всі строки однієї таблиці зі всіма строками іншої таблиці, не 
виключаючи нічого.  
Внутрішнє з’єднання 
Стандартний варіант SQL – внутрішнє з’єднання, зв’язує строки однієї 
таблиці зі строками іншої таблиці, виключаючи із вибірки строку першої таблиці в 
тому випадку, коли у другій таблиці немає строки з відповідними даними та 
навпаки. 
Зовнішні з’єднання 
Зовнішнє з’єднання передбачає включення у вибірку всіх строк першої 
таблиці, навіть в тому випадку, якщо у другій таблиці відсутня відповідна строка. 
Зовнішнє з’єднання визначається знаком =*або *= у розділі WHERE. У такому 
з’єднанні важливою є послідовність запису таблиць у розділі FROM. Для першого 
випадку (*=) таблиця, з якої вибиратимуться усі строки повинна стояти першою, у 
другому випадку – другою. 
Наприклад, якщо в нас є клас Manufacturer, у якому визначені поля Name, 
Address, Phone і клас Goods, у якому визначені поля Name та Manuf, то буде вірним 
запит: 
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Select Manufacturer.Name, 
           Goods.Name 
 From Manufacturer, 
           Goods 
Where Manufacturer.ID =* Goods.Manuf 
Таким чином, спочатку буде створене Декартовий добуток, тобто всі 
можливі комбінації строк таблиць Manufacturer та Goods. А потім, за допомогою 
розділу WHERE буде введено обмеження зовнішнього з’єднання. Лише строки, які 
задовольняють дану умову будуть міститися в результаті запиту. В даному прикладі, 
отримаємо список усіх виробників із зазначення товарів, які вони виробляють. На 
відміну від звичайного внутрішнього з’єднання (Inner join) отримаємо також строки, 
що відповідають тим виробникам, які не виробляють жодного товару.  
Неявне з’єднання 
Неявним з’єднанням називають зв’язок двох таблиць, що задаються не в SQL 
запиті, а встановлюються неявно БД Caché. Caché SQL підтримує два види неявних 
з’єднань: посилання та відношення залежності.  
Посилання 
Посилання використовуються для отримання доступу до властивостей 
об’єкта, на який робиться посилання з головного об’єкта. Може використовуватися 
замість зовнішнього з’єднання, або в поєднанні з ним. Наприклад, якщо в нас є клас 
Manufacturer, у якому визначені поля Name, Address, Phone, і клас Goods, у якому 
визначені поля Name та Manuf, то буде вірним запит: 
Select Name, 
          Manuf->Name, 
         Manuf->Address 
 From Goods 
Окрім вибірки з полів, посилання може використовуватися у розділі WHERE: 
Select Name  
 From Goods 
Where Manuf->Name = ‘KPI’ 
та ORDER BY: 
Select *  
 From Goods 
Order by Manuf->Name 
Відношення залежності 
Відношення залежності – це зв'язок між таблицями, у якій рядок однієї 
таблиці (дочірньої) своїм існуванням залежить від рядків іншої таблиці 
(батьківської), тобто рядки батьківської таблиці мають відношення 1 : n до рядків 
дочірньої. 
Дочірня таблиця завжди містить посилання на свою батьківську таблицю. 
Однак така залежність обмежена більше в порівнянні зі звичайним посилання, 
оскільки умова з’єднання встановлює, що кожен рядок дочірньої таблиці 
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посилається на рядок батьківської таблиці. Існують два типи відношень залежності: 
від батьківської таблиці до дочірньої та навпаки.  
У першому випадку, якщо ми маємо батьківську таблицю Book з полями 
Author, Annotation, Contents (є відношенням) та залежну від неї таблицю Chapters з 
полями Id (є відношенням), Name, у якій міститься інформація про кожну главу усіх 
книг, то отримаємо: 
SELECT Chapters->name 
 FROM.Book 
У другому випадку матимемо: 
SELECT distinct Id->Author 
 FROM Library.Chapters 
Для того, щоб полегшити розробку прикладних систем, Caché дозволяє 
вбудовувати SQL в методи та тексти програм. В такому випадку говорять про 
вбудований (Embedded) SQL. Вбудований SQL відрізняється від іншого тексту 
тим, що він обмежений директивою &sql(). В ньому можуть використовуватися в 
якості параметрів строки (беруться в одинарні лапки), числа, дати (внутрішнє 
представлення). 
Є два види вбудованих запитів: 
− прості SQL вирази; 
− курсори. 
Прості SQL вирази можна використовувати для наступних операцій: 
− Insert, Update, Delete; 
− DDL – створення метаданих; 
− Grant та Revoke – надання та зняття прав на роботу з об’єктами; 
− Select – вирази, які повертають лише один рядок (якщо повертається 
більше одного рядка, то заносяться дані з першого). 
Наступний запит завжди повертає лише одну строку: 
&sql(SELECT Name INTO :name 
            FROM Patient 
         WHERE %ID = 43) 
Наступний запит може повернути кілька строк, але дані у змінні запишуться 
лише з першої строки: 
&sql(SELECT Name INTO :name 
            FROM Patient 
         WHERE Age = 43) 
Гарною практикою є використання змінної SQLCODE і перевірка її значення 
до того, як буде використано дані, отримані в результаті роботи запита:  
− якщо SQLCODE = 0, то запит виконано успішно,  
− якщо SQLCODE = 100, то запит виконано успішно, але не знайдено 
жодного запису, що задовольняє умову, 
− якщо SQLCODE < 0, то під час виконання запиту виникла помилка. 
NEW SQLCODE 
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 &sql(SELECT Name,Home_State 
             INTO :CName,:CAddr 
           FROM Sample.Person) 
 IF SQLCODE=0 { 
     WRITE !,"Name is: ",CName 
     WRITE !,"State is: ",CAddr 
 } 
 ELSE { 
     WRITE !,"SQL error ",SQLCODE  
 } 
При використанні простих SQL виразів, отримані дані можна присвоювати як 
змінним, так і властивостям об’єкта: 
Method CountStudents() As %Integer 
{ 
 &sql(SELECT COUNT(*) INTO :count  
            FROM MyApp.Student) 
 Quit count 
} 
 
 SET minval = 10000 
 SET maxval = 50000 
 NEW SQLCODE 
 &sql(SELECT Name,Salary INTO :outname, :outsalary 
             FROM MyApp.Employee 
          WHERE Salary > :minval AND Salary < :maxval) 
 IF SQLCODE=0 { 
     WRITE !,"Name is: ",outname 
     WRITE !,"Salary is: ",outsalary 
 } 
 ELSE { 
     WRITE !,"SQL error ",SQLCODE 
 } 
 
&sql(SELECT Name, Title INTO :obj.Name, :obj.Title 
           FROM MyApp.Employee 
         WHERE %ID = :id ) 
Курсори використовуються у випадках, коли запит повертає більше однієї 
строки та необхідно отримати доступ до кожної з них. При цьому курсор виступає в 
якості посилання на поточну строку у вибірці. Для використання курсора 
використовується наступна послідовність дій: 
− визначення курсору; 
− відкриття курсору; 
− проведення серії операцій читання даних з курсору; 
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− закриття курсору. 
Для визначення курсору використовується команда Declare, в якій 
зазначається ім’я курсору і SQL-вираз. Ім’я курсору має бути унікальним в межах 
класу або програми. Курсор не може міститися в тілі рекурсивної процедури. 
Наприклад: 
&sql(DECLARE MyCursor CURSOR FOR 
        SELECT Name, DOB 
           FROM Sample.Person 
        WHERE Home_State = :state 
       ORDER BY Name 
 ) 
 
&sql(DECLARE MyCursor CURSOR FOR 
        SELECT Name, DOB 
            INTO :name, :dob 
          FROM Sample.Person 
       WHERE Home_State = :state 
     ORDER BY Name 
 ) 
Після визначення курсору і перед початком роботи з ним потрібно його 
відкрити. Для цього використовується команда Open: 
&sql(OPEN MyCursor) 
Якщо відкриття курсору пройшло без помилок, змінна SQLCODE буде 
рівною 0. 
Після того, як курсор відкритий, можна зчитувати построчно дані його полів 
у локальні змінні. Можна зазначити назви змінних в розділі INTO як при визначенні 
курсору, так і при зчитуванні даних з нього.  
&sql(FETCH MyCursor) 
&sql(FETCH MyCursor INTO :a, :b) 
Для перевірки наявності строк використовується змінна SQLCODE. 
В кінці роботи з курсором його обов’язково необхідно закрити: 
&sql(CLOSE MyCursor) 
Динамічний SQL використовується для підготовки та виконання SQL 
операцій під час роботи програми. Відмінність динамічного від вбудованого SQL: 
− динамічні запити формуються під час роботи програми, а не під час 
компіляції. Це означає, що компілятор не може перевірити запит на 
помилки; 
− динамічні запити можуть створювати і змінювати таблиці та 
представлення в межах однієї програми; 
− динамічні запити менш ефективні, оскільки на відміну від вбудованого 
SQL не генерують внутрішній код для прискорення процесу виконання 
запиту; 
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− динамічні запити використовують символ «?» для введення значень 
параметрів; 
− динамічні запити отримують результати за допомогою спеціальних 
функцій в той час, як вбудовані запити одразу повертають значення у 
вказані змінні; 
− в динамічних запитах набагато легше отримати метадані. 
Для роботи з динамічними SQL запитами використовуються декілька пакетів 
та класів. Для підготовки та виконання динамічних запитів можна використовувати 
об’єкт класу %SQL.Statement. Результат виконання запиту є об’єктом класу 
%SQL.StatementResult. Наприклад: 
 SET myquery = "SELECT TOP 5 Name,DOB FROM Sample.Person" 
 SET tStatement = ##class(%SQL.Statement).%New() 
 SET tStatus = tStatement.%Prepare(myquery) 
 SET rset = tStatement.%Execute() 
 DO rset.%Display() 
 WRITE !,"End of data" 
Для початку роботи з даним об’єктом його потрібно створити за допомогою 
методу %New(%SelectMode, %SchemaPath), де %SelectMode – режим виводу даних 
(0 – логічний, 1 – ODBC, 2 – екранний); %SchemaPath надає інформацію про пакет 
та клас, до якого виконується запит. 
Для підготовки до виконання запиту можна використати наступні методи: 
− %Prepare(<SQL>) – перевіряє синтаксис SQL-виразу;  
− %PrepareClassQuery(<Ім’я_пакету.Ім’я_класу>, <Ім’я методу-запиту>) – 
перевіряє синтаксис методу-запиту в класі <Ім’я_пакету.Ім’я_класу>; 
− %ExecDirect() – перевіряє синтаксис SQL-виразу та одразу виконує його. 
 SET myquery="SELECT TOP ? Name,Age FROM Sample.Person WHERE Age > 
?" 
 SET rstatus = tStatement.%Prepare(myquery) 
 SET rstatus = tStatement.%PrepareClassQuery("User.queryDocTest","DocTest") 
 SET myquery=2 
 SET myquery(1)="SELECT Name,Age FROM Sample.Person" 
 SET myquery(2)="WHERE Age > 21 AND Age < 30 ORDER BY Age" 
 SET rset = ##class(%SQL.Statement).%ExecDirect(,.myquery) 
Після перевірки SQL-виразу його потрібно виконати, для цього можна 
використати метод %Execute(<параметри в запиті>). 
 SET myquery="SELECT Name,SSN,Age FROM Sample.Person WHERE Name 
%STARTSWITH ?" 
 SET tStatement = ##class(%SQL.Statement).%New() 
 SET tStatus = tStatement.%Prepare(myquery) 
 SET rset = tStatement.%Execute("A") 
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В результаті виконання запиту можна отримати одиночне значення, набір 
строк або об’єкт. Для виводу полів отриманого об’єкта використовується метод 
%Display(): 
DO rset.%Display() 
Якщо результатом виконання запиту є набір строк, то для переходу між 
строками використовують метод %Next(): 
rset.%Next() 
 Після переходу на нову строку, для роботи з даними можна використати: 
− метод %Print(), який надрукує усю строку; 
WHILE rset.%Next() { 
     DO rset.%Print()  
}  
− перелік полів fieldname, в якому міститиметься значення даного поля; 
WHILE rset.%Next() { 
     WRITE "Row count ",rset.%ROWCOUNT,! 
     WRITE rset.Name 
     WRITE " age ",rset.Age 
     WRITE " and birth date ",rset.bdate,!! 
 } 
− метод %GetData(<номер колонки>), який поверне дані із зазначеної 
колонки. 
 SET myquery="SELECT TOP 5 Name, SSN, Age FROM Sample.Person" 
 SET tStatement = ##class(%SQL.Statement).%New() 
 SET tStatus = tStatement.%Prepare(myquery) 
 SET rset = tStatement.%Execute() 
 WHILE rset.%Next() { 
     WRITE "Years:",rset.%GetData(3)," Name:",rset.%GetData(1),! 
 } 
Також для роботи з динамічними запитами можна використовувати об’єкти 
класів %ResultSet.SQL та %Library.ResultSet: 
 SET myquery="SELECT Name,Age FROM Sample.Person WHERE Age > ? AND 
Age < ?" 
 SET rset=##class(%ResultSet.SQL).%Prepare(myquery,.err,"",21,26) 
 WHILE rset.%Next() { 
     WRITE rset.Name,", ",rset.Age,!  
 } 
 
 SET myquery="SELECT Name,Age FROM Sample.Person WHERE Age > ? AND 
Age < ?" 
 SET rset=##class(%ResultSet).%New("%DynamicQuery:SQL") 
 SET sc=rset.Prepare(myquery) 
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 SET sc=rset.Execute(21,26) 
 WHILE rset.Next() { 
     WRITE rset.Data("Name"),", ",rset.Data("Age"),! 
 } 
Також об’єкт %Library.ResultSet можна використовувати для виконання 
методів-запитів класу: 
set rs=##class(%ResultSet).%New() 
set rs.ClassName="Sample.Person" 
set rs.QueryName="ByName" 
set sc=rs.Execute("a")  
while rs.%Next() {  
     do rs.%Print()  
} 
Або можна передати ім’я класу та запиту в конструктор класу 
%Library.ResultSet: 
set rs=##class(%ResultSet).%New(“PackageName.ClassName:QueryName”) 
set rs=##class(%ResultSet).%New("Sample.Person:ByName") 
Крім того, %Library.ResultSet дозволяє отримати метадані запиту. Для виводу 
на екран повного списку метаданих використовується метод %GetMetadata() разом 
із методом %Display(): 
 SET q1="SELECT Name, SSN AS GovtNum, Age" 
 SET q2=" FROM Sample.Person WHERE Name %STARTSWITH ?" 
 SET myquery=q1_q2 
 SET rset=##class(%ResultSet).%New("%DynamicQuery:SQL") 
 SET sc=rset.Prepare(myquery) 
 WRITE !,rset.%GetMetadata().%Display()  
В результаті виконання якого буде виведено таблицю з наступними 
елементами: іменем колонки, типом, кількістю символів, точністю після коми, 
можливістю повернення NULL, аліас колонки (якщо він є), ім’я таблиці та схеми. 
Також можна використовувати окремі запити, для отримання даних (табл. 8). 
Таблиця 8. Функції для роботи з метаданими 
Назва функцій Результат функції 
GetColumnCount() Кількість колонок у запиті 
GetColumnName(n) Ім’я/аліас колонки, де n – номер колонки попорядку 
GetColumnType(n) Тип колонки, де n – номер колонки попорядку 
GetParamCount() Кількість вхідних параметрів 
GetStatementType() Повертає тип запиту (1 – select, 2 – insert, 3 – update, і т.д.) 
  
 SET q1="SELECT Name,SSN AS GovtNum,Age" 
 SET q2=" FROM Sample.Person WHERE Name %STARTSWITH ?" 
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 SET myquery=q1_q2 
 SET rset=##class(%ResultSet).%New("%DynamicQuery:SQL") 
 SET sc=rset.Prepare(myquery) 
 WRITE !,rset.GetStatementType() /* returns 1 (SELECT) */ 
 WRITE !,rset.GetColumnCount() /* returns 3 */ 
 WRITE !,rset.GetColumnName(1) /* returns Name */ 
 WRITE !,rset.GetColumnType(1) /* returns 10 (VARCHAR) */  
 WRITE !,rset.GetParamCount() /* returns 1 */ 
Завдання на лабораторну роботу 
Додати в усі класи метод-запит. Принаймні один з них повинен приймати 
параметр. Принаймні один з запит має бути типу %Query. Використати динамічний 
запит та обидва види вбудованого SQL для виконання дій в методах. Показати 
роботу з оператором "->". 
9. ЛАБОРАТОРНА РОБОТА №8 
Створення Web-проекту для звернення до даних в ПРБД Caché 
Caché Server Pages є платформою для розробки та розгортання динамічних 
Web-застосувань [14]. Вона складається з наступних елементів: 
− Web-сервер – застосування, яке оброблює HTTP запити від клієнта 
(зазвичай web-браузера) та перенаправляє запити через CSP шлюз.  
−  CSP шлюз – розподілена бібліотека або DLL, що завантажується у 
пам’ять Web-сервером. Шлюз переправляє запити для CSP наповнення 
від Web-сервера до CSP-сервера та повертає відповідь. 
− CSP компілятор – набір Caché класів та програм, розташованих на CSP-
сервері, які перетворюють CSP з розміткою у Caché класи. 
− CSP-сервер – застосування, що оброблює CSP запити, які надходять від 
шлюза. Створює екземпляр відповідного CSP класу та виконує його 
метод OnPage() для генерації вмісту сторінки. 
− %CSP API – пакет класів з функціоналом, необхідним для створення 
CSP класів (включає клас %CPS.Page – базовий клас для всіх CPS 
сторінок). 
Мова розмітки CSP – набір тегів та директив, які можна комбінувати з HTML 
для створення CSP сторінок. 
Існує три основні фази життєвого циклу CSP сторінки: 
− фаза розробки – програміст створює сторінку; 
− фаза компіляції – трансляція програми з класу, написаного 
програмістом, в Caché клас та компіляція отриманого класу; 
− фаза виконання – створення екземпляра класу, створеного на фазі 
компіляції, та виконання метода onPage(). 
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На фазі виконання, архітектура CSP застосування складається з наступних 
елементів (рис. 30): 
− HTTP клієнт (звичайно, web browser); 
− HTTP сервер (web-сервер, наприклад, Apache або IIS); 
− CSP шлюз; 
− Caché Server на якому виконуються запити до БД. 
 
Рисунок 30 – Платформа Cache Server Pages 
Коли HTTP клієнт, наприклад, Web-браузер, відправляє повідомлення на 
сервер, формується HTTP запит. Життєвий цикл цього запиту (рис. 31): 
1. браузер відправляє HTTP запит (request). 
2. Web сервер визначає, що отриманий запит є CSP запитом і переправляє 
його до CSP шлюзу (встановленому на Web сервері). 
2.а. Web сервер визначає, що користувачу потрібно відправити статичну 
сторінку і на цьому обробка запиту припиняється. 
3. CSP шлюз перепаковує запит у внутрішній формат і пересилає його на 
відповідний Caché сервер. 
4. Caché сервер оброблює запит і визначає, що потрібно повернути CSP 
клас. В цьому випадку сервер знаходить необхідний клас і запускає на 
виконання метод OnPage() цього класу. 
4.а. Caché сервер оброблює запит і визначає, що користувачу потрібно 
повернути статичний файл (наприклад, *.html або *.jpg). В цьому 
випадку сервер знаходить файл в локальній файловій системі і 
відправляє його назад у шлюз. 
5. Результат виконання методу OnPage() відправляється у шлюз. 
6. У шлюзі формується відповідь (response) та відправляється на Web 
сервер. 
7. Web сервер формує HTTP відповідь та передає її у браузер, який 
оброблює цю відповідь і, якщо вона задана у форматі html, – 
відображає. 
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Рисунок 31 – Життєвий цикл http-запиту 
URL для CSP сторінок формується за правилами:  
http://localhost:57772/csp/samples/menu.csp 
де localhost – ім’я сервера,  
57772 – порт сервера,  
csp – віртуальна директорія, у якій зберігаються сторінки та дані, 
samples – ім’я пакету, 
menu.csp – ім’я сторінки. 
Для того, щоб створити CSP сторінку першим шляхом необхідно вибрати 
меню Файл - Новий. У вікні обрати «Caché Server Pages» (рис. 32). В результаті 
відкриється вікно із стандартним шаблоном CSP-файлу. 
 
Рисунок 32 – Вибір виду класу класу 
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<html> 
<head> 
<!-- Put your page Title here --> 
<title> Cache Server Page </title> 
</head> 
<body> 
  <!-- Put your page code here --> 
  My page body 
</body> 
</html> 
Замість тексту «My page body» потрібно вставити потрібний текст і зберегти 
сторінку: 
<html> 
<body> 
<b>Hello, World!</b> 
<script language="Cache" runat="server"> 
 // this code is executed on the server 
 Write "<ul>",! 
 For i = 1:1:10 { 
      Write "<li> This is item ", i,! 
 } 
 Write "</ul>",! 
</script> 
</body> 
</html> 
В меню «Переглянути» обрати пункт «Веб-сторінка» і у браузері відкриється 
сторінка. 
Для отримання даних з БД використовуються два типи CSP виразів: 
− #(Expr)# – виконується при виконанні програми, Expr – будь-який 
вірний вираз мови COS. Сервер Caché визначає значення виразу коли 
виконується код сторінки. Результат виконання вставляється у вихідний 
текст сторінки. 
− ##(Expr)## – виконується при компіляції програми, Expr – будь-який 
вірний вираз мови COS. Компілятор Caché визначає значення виразу в 
момент компіляції класу CSP сторінки. Результат виконання 
вставляється у сторінку, яка відправляється на сервер. 
Наприклад, якщо у тілі сторінки прописати такий код: 
<body> 
   <p>Runtime is: #($zt($p($h,",",2)))#</p> 
   <p>Compile-time is: ##($zt($p($h,",",2)))##</p> 
</body> 
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Обидва вирази повертають поточний час, однак оскільки перше визначення 
часу відбувається при зверненні до сторінки, а друге – при компіляції класу, то 
другий час завжди буде меншим за перший. 
У CSP використовується два методи роботи зі сценаріями на сторінці (табл. 9). 
Таблиця 9. Методи роботи зі сценаріями 
Елемент Опис 
<script 
language=("CACHE"|"BASIC") 
runat="Server"> 
ObjectScript or Basic Code 
</script> 
CSP сценарій виконується при зверненні до 
сторінки, а результат виконання вставляється у 
вихідну сторінку. 
<script 
language=("CACHE"|"BASIC") 
method="" arguments="" 
returntype=""> 
ObjectScript or Basic Code 
</script> 
CSP метод використовується для визначення 
методу у CSP документі. Такий метод можна 
викликати в будь-якому місці сторінки, 
наприклад, у CSP виразі або у сценарії. 
  
Наприклад: 
<body> 
<script language="Cache" runat="Server"> 
    set x = 3+4 
</script> 
<script language="Cache" runat="Server"> 
    set y = x+1 
</script> 
<p>X + Y is #(x + y)#</p> 
</body> 
 
<body> 
<p>11 is #(..OddEvenTest(11))#</p> <!--Invoke Method--> 
<script language="cache" method="OddEvenTest" arguments="val1:%Integer"  
   returntype="%String"> 
    If (val1#2=0) {  
        quit "even"  
   } 
    Else { 
        quit "odd" 
   } 
</script> 
</body> 
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CSP розмітка складається з набору тегів, що виконують код при зверненні до 
сторінки, або при її компіляції і має наступний синтаксис: 
<CSP:XXX>,  
де замість XXX визначаються конкретні операції (табл. 10). 
Таблиця 10. Теги CSP розмітки 
Тег Атрибути 
<csp:include> page: URL сторінки, що включається в дану. 
<csp:loop> counter: змінна, в якій зберігається поточне значення 
лічильника; 
from: початкове значення лічильника; 
to: останнє значення лічильника;  
step: крок лічильника. 
<csp:while> condition: умова циклу; 
counter: опціональна змінна, чиє значення змінюється з 
кожною ітерацією (починається з 1, інкремент = 1). 
<csp:if>, <csp:elseif>, 
<csp:else> 
condition: умова виконання операції. 
<csp:query> name: посилання на об’єкт класу %ResultSet; 
classname: ім’я класу, в якому міститься запит; 
queryname: ім’я запиту; 
P1,P2,...,PN: параметри. 
<csp:SQLQUERY> name: посилання на об’єкт класу %ResultSet; 
P1,P2,...,PN: параметри. 
<csp:comment> - 
<csp:object> name: ім’я змінної; 
classname: ім’я класу 
objid: id об’єкта (якщо відсутнє, то об’єкт створюється). 
 
Оскільки об’єкти звичайно заповнюються або змінюються за допомогою 
форм, Caché підтримує можливість прив’язувати об’єкти до форм: 
<csp:object name='objForm' classname='Library.Type' OBJID=10> 
<form name='form' cspbind='objForm' cspjs='All' onsubmit='return 
form_validate();'> 
<table cellpadding='3'> 
 <tr> 
  <td><b><div align='right'>id:</div></b></td> 
  <td><input type='text' name='id' cspbind='id' size='50'></td> 
 </tr> 
 <tr> 
  <td><b><div align='right'>name:</div></b></td> 
  <td><input type='text' name='name' cspbind='name' size='50'></td> 
 </tr> 
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 <tr> 
  <td>&nbsp;</td> 
  <td> 
<input type='button' name='btnClear' value='Clear' onclick='form_new();'> 
 <input type='button' name='btnSave' value='Save' onclick='form_save();'> 
<input type='button' name='btnSearch' value='Search' onclick='form_search();'> 
</td> 
</tr> 
</table> 
</form> 
При чому код для збереження, валідації та створення об’єктів в даному 
випадку формується автоматично компілятором. Якщо користувачу потрібно 
виконати з об’єктом лише стандартні дії, то Caché пропонує використати візард для 
створення стандартної сторінки редагування об’єкта. Для цього потрібно виконати 
наступні кроки: 
− створити пусту CSP сторінку; 
− обрати пункт меню «Інструменти» - «Шаблони» - «Шаблони…»; 
− у вікні (рис. 33) обрати «Майстер веб форм» та натиснути ОК; 
− у вікні візарда (рис. 34) потрібно обрати клас, на основі якого буде 
створюватися сторінка; 
− на наступному кроці візарда потрібно визначити, які поля будуть 
показуватися на формі (рис. 35); 
− далі можна задати назву поля та обрати формат відображення поля, 
якщо воно, наприклад, є посиланням (рис. 36); 
− натиснути кнопку «Завершити». 
 
Рисунок 34 – Перший крок візарда створення сторінки редагування об’єкта 
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Рисунок 35 – Другий крок візарда створення сторінки редагування об’єкта 
Окрім стандартних операцій (створення та редагування об’єкта), візард також 
автоматично додасть функціонал для пошуку об’єкта в БД та зв’язку вікна пошуку із 
вікном перегляду. 
Однак для того, щоб можна було редагувати об’єкт з БД, у форму 
редагування потрібно передати ID цього об’єкта. Для цього використовується 
системний клас %CSP.Request: 
<a href=/csp/user/editFormats.csp?OBJID=10>10</a> 
При створенні такого посилання у об’єкт класу %CSP.Request записується 
пара OBJID=10. Тоді у вікні /csp/user/editFormats.csp можна звернутися до 
властивостей об’єкта %CSP.Request і за допомогою метода %request.Get("OBJID") 
отримати передане значення 10. 
 
Завдання на лабораторну роботу 
Створити веб-портал, використовуючи технологію Cache Server Pages. 
Вивести всі об’єкти усіх класів та зробити переходи між зв’язаними об’єктами 
різних класів. Для одного з класів зробити можливість редагувати, створювати та 
видаляти об’єкти. 
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Рисунок 36 – Третій крок візарда створення сторінки редагування об’єкта 
10. ОЦІНЮВАННЯ ЛАБОРАТОРНИХ РОБІТ 
Оцінювання лабораторних робіт (комп’ютерних практикумів): 
− якщо робота виконана невчасно знімається 10-30% від максимальної 
кількості балів (кількість процентів залежить від терміну запізнення);  
− якщо робота виконана не самостійно та простежується не індивідуальне 
виконання то знімається 50% від максимальної кількості балів;  
− якщо в програмі не витримані основні правила створення програмних 
продуктів (модульність, дружній інтерфейс, наявність коментарів та т.п.) 
знімається 5%.  
За кожен тиждень запізнення здачі лабораторної роботи (комп’ютерного 
практикуму) нараховується штрафний -1 бал. 
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