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I propose an universal quantum network which can implement a general
quantum computing. In this sense, it can be called as quantum central pro-
cessing unit (QCPU). From QCPU It is easy to obtain the special realization
for a given quantum computing, that is its quantum network. QCPU and its
realizations are standard and easy-assemble because it only has two kinds of
basic elements and two auxiliary elements. QCPU and its realizations are
scaleable, that is, they can be connected together, and so they can implement
the general quantum algorithm and quantum simulating procedure.
PACS Numbers: 03.67.Lx, 89.80.+h, 03.65.Bz
The combination of information science and quantum mechanics has created a serial of
amazing results. One of them is just the idea of quantum computer [1,2] which can speed
up computation greatly and even exponentially than a classical computer does, for example,
factorization of large number [3] and search for unstructured data [4]. However, there still
exist some technologic diculties beyond our present ability so that we have not a practical
quantum computer now. But it seems to me that it is not impossible and, in fact, the rapid
developments both in theory and experiments have told us that quantum computer can be
yEmail: anmwang@ustc.edu.cn
Supported by National Natural Science Foundation of China under Grant No. 69773052 and the
Financial support from Fellowship of China Academy of Sciences
1
implemented in future.
Well known an universal quantum computing task can be constructed by a set of universal
gates [5]. However, it is still extreme important to know how to implement a general
computing task by a quantum network on a quantum computer. This question is similar to
classical case, we know that the transistors and other elements can make a CPU, but how to
design well it is still a problem. They are completely dierent problems to be able to do from
how to do. At present, although there are several excellent algorithms, but the knowledge
of the quantum networks to implement them is still not complete. So far one has not found
an universal quantum network and the whole quantum networks of the known quantum
algorithms. However, quantum simulating, for example simulating Schro¨dinger equation,
demands such an universal quantum network, the practical quantum computer needs the
whole quantum network of quantum algorithm but not its parts for some computing steps.
All of this is just one of our motivations to write this letter.
In order to bring quantum computer work eciently, one has got to nd the appropriate
quantum algorithm including quantum simulating procedures. In order to bring quantum
computer work universally, one has got to make quantum central processing unit (QCPU),
that is, design an universal quantum network which can deal with a general computing task
or at least a kind of computing task. A quantum algorithm is designed for one or one kind
of given problems. A QCPU is made to solve a general problem. They should be united
together just as the case appearing in classical computer. Making use of the ability of CPU,
one goes to seek the algorithm. In other words, the design of algorithm will be better if it
only depends on the standard hardware made now but not to require new special hardware
in general unless this special hardware is necessary (not able to be instead). This problem
is more obvious in quantum computer because it seems that one always tries to design a
special quantum network to implement a given algorithm. This might be a mistake choice
in my point of view because it costs too more in making it and bring the more complication
in design.
I am sure that QCPU should be standard, easy-made and scaleable,even programmable.
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As long as it is so, we just can truly make a quantum computer at least in theory.
In this letter, I propose an universal quantum network which can implement a gen-
eral quantum computing. In this sense, it can be called as quantum central processing
unit (QCPU). From QCPU it is easy to obtain the special realization for a given quan-
tum computing, that is its quantum network. QCPU and its realizations are standard and
easy-assembled because it only has two kind of basic elements and two auxiliary elements.
QCPU and its realizations are scaleable, that is, they can be connected together, and so
they can implement the general quantum algorithm and quantum simulating procedure.
The applications of QCPU will be given in our papers [7,8].
Quantum network can be thought as a piece of hardware of quantum computer to imple-
ment quantum computing which has used the quantum feature such as quantum parallelism
and quantum algorithm. A quantum network consists of a set of gates which can act on
quantum register at same time but not a serial of actions in turn in time. This is just
so-called a piece of hardware and in mathematics it can be described by a transformation
matrix U , that is




In order to implement this transformation by a quantum network, I rst introduce an aux-
iliary qubit A prepared in j0iA and dene two kinds of basic elements Rm, Tmn
Rm(Umm) = jmihmj ⊗ Ummj1iAAh0j (2)
Tmn(β) = jmihnj ⊗ Umnj1iAAh0j (m 6= n) (3)
where the sub-indexes refer to the relevant quantum state.
Rm(Umm) can be called the \Rotator" for its action makes jmi ⊗ j0iA to rotate to
Ummjmi ⊗ j1iA). Rotator’s picture see Fig.1(a).
Tmn can be called the \Transitor" for its action makes jni⊗j0iA to map to Umnjmi⊗j1iA.
Transitor’s picture see Fig.1(b).
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It is worth emphasizing that there is an essential dierence between classical gate and
quantum gate. It is just that classical gate is always to carry out a determined operation,
but quantum gate can carry out a kind of operations. For example, quantum rotation gate,
it can rotate the state to any angle and then it need a parameter φ or eiφ to determine its
operation. Herewith, so are Rotator and Transitor.
Now, I can built a (k + 1)−qubit quantum network by 2k Rotators and 2k(2k − 1)
Transitor,














expf[(Umnjxmihxnj+ Unmjxnihxmj)⊗ IA/2]  Cyg (6)
where IR and IA are unit matrix in the register space and auxiliary qubit space, NA is a Not
gate acting on auxiliary qubit. While C is so-called \Connector" dened as
C = (IR ⊗NA)D = IR ⊗ j0iAAh1j (7)
which is used to the preparing transformed state.
Q(U) acting on k−qubit register and single auxiliary qubit j0iA just implements a general
quantum computation:
Q(U)Ψ ⊗ j0iA = Ψ⊗ j0iA + Ψ0 ⊗ j1iA (8)
It is immediately the above transformation (1) can be obtained in terms of the project
measurement D = IR ⊗ j1iAAh1j acting in auxiliary qubit. It can call D as \Drawer".
Another project measurement IR ⊗ j0iAAh0j to carry out the inverse operator of QCPU.
Obviously, the reversible operation of Q(U) is:










expf−(Umnjxmihxnj ⊗ IA)  Cyg (10)
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Note it should act on a transformed state Ψ ⊗ j0iA + Ψ0 ⊗ j1iA.
It is clear that the every factor expfUmnjxmihxnj ⊗ j1iAAh0jg in the product form of
QCPU (5) only involves an operation acting in the space of pair of states (not qubits).
In this sense, it is a replacement of Reck et.al’s formula [10] but is not a its realization.
My decomposition is an obvious and direct expression and does not need pre-computation.
Every factor is in an exponential form and the physical meaning of its power is a product of
swapping gate, measurement and fermiornic create operator, which will be analysed a little
later. Moreover, this QCPU can be applied to a general transformation even non-unitary
and irreversible one. Therefore, I give out an universal but determined and simple design. I
guess that it is helpful for programming QCPU since its simplicity.
When the transformation U is unitary, Q(U) is unitary only in the register space. QCPU




jxmihxnj ⊗ (δmnj0iAAh0j+ Umnj1iAAh1j) (11)
and it acts on the state Ψ ⊗ A = Ψ ⊗ (j0i + j1i)/p2, then we also can obtain some useful
results. But the advantage of a product form will lose. It is perhaps convenient to introduce
two auxiliary qubits in some cases based on the above two methods. Here, we do not intend
to discuss it in detail.
In the above sense, say it has been designed an universal quantum network which can
implement a general quantum computing, and so it can be called as quantum central pro-
cessing unit (QCPU). Obviously, this QCPU also can be extended to carry out a non-unitary
and irreversible transformation. It is needed since every computing step in a quantum al-
gorithm is always not unitary and invertible in general, for example, the mapping of one to
many. Just well known, it is extreme important to keep the reversible property of quantum
computing. Another equivalent choice for dening QCPU is to put the auxiliary qubit in
front of the register. But no new physics is within it. In Fig.2, I give out a picture of two
qubit QCPU which can implement a general 4 4 quantum computation.
It is worth noticing that the conguration of QCPU depends on the transformation
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matrix with 2k  2k parameters in general, that is, as soon as one knows 2k  2k matrix
elements of U , one just determines QCPU’s conguration for transformation U . In other
words, one obtains a realization of QCPU for the quantum computing U . This problem is
just programming QCPU [9]. If the parameters in QCPU can be reset, then it can implement
the various quantum computing. At present, it is still a open question for QCPU.
In my opinion, the basic elements of QCPU are very fundamental. In mathematics, they
are the natural basis of the operator in Hilbert space. Of course, we can construct them by





[δαi0δβi0(σ0 + σ3) + δαi1δβi1(σ0 − σ3) (12)






[δαi0δβi0(I + Z) + δαi1δβi1(I − Z) (13)








In fact, we also can write jxmihxnj as a product of permutation matrix (elementary transfor-
mation) and measurement jxnihxnj from left or measurement jxmihxmj from right. While a
permutation matrix can be understood as a general swapping gate [12]. Furthermore, note
that there are the relations:
C2 = Cy2 = 0; CCy + CyC = I (15)
thus C and Cy can be thought as the fermionic annihilate and create operator respectively
in auxiliary qubit. Form this, the auxiliary system might be able to extended to a larger
system beyond a qubit if one can implement easily a nilpotent transiting operator. It is worth
pointing out that how to implement the above design is still open question in experiment
and engneering.
The key point is eciency in QCPU. It seems that QCPU consisting of 2k  2k basic
elements is the same as the classical computer in use of computation resource. In fact,
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it is a price to reach at universality. It is impossible that a general transformation with
independent 2k 2k elements can be implemented to use less resources. But, being dierent
from the classical computer whose each element in turn acts in time, the elements in QCPU
act at the same time in parallelism. In this sense, an universal QCPU is also ecient. It
is important that in the above we only introduce the basic elements which acts the single
branch (path) of quantum data flow. It is the reason why to need 2k  2k basic elements.
However, many quantum computation tasks have some symmetries, or do not need to act
all states or only act on a subspace, thus it is possible to decrease the numbers of quantum
elements largely. In fact, we can dene a little complicated Rotator, Transitor even their
combination for many branches of data. For example, the conditional rotation gate R2 only
acting on the second qubit of 3-qubit register is made of two Rotators with 23/2 branches, the
ladder transformation L is a Transitor with 2k branches and the Hadamard transformation
only acting on the second qubit of 3-qubit register consists of the combination of a Rotator
with 23/2 branches and a Transitor with 23 branches as well as another Rotator with 23/2
branches. Their pictures see Fig.3.
Generally speaking, the number of elements of a realization of QCPU for the transfor-
mation U is at least equal to the number of inequality matrix elements in U expect for zero.
This implies that we have a general principle to design quantum network and quantum
algorithm. In the end of this letter, we will discuss it again.
There are some typical realization of QCPU, that is some typical quantum network. For
example, the realization of QCPU for a diagonal transformation is
Q(Ud) = IR ⊗ IA +
2k−1∑
n=0
jxmihxmj ⊗ Umj1iAAh0j =
k−1∏
m=0
expf(Umjxmihxmj ⊗ IA)  Cyg (16)
It is a kind of special QCPU which only implement a diagonal quantum computing, or
we call it as a diagonal transformation quantum network. When U is unitary, then Um is
instead of eiφm since the diagonal elements of an unitary transformation is always able to be
written as the form without loss of generality. Therefore, it becomes a general conditional
rotation [6]. The simplest realization of QCPU is Q(0) = IR ⊗ IA for zero matrix and
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Q(IR) = IR⊗ (IA + j1iAAh0j) for identity matrix. Another typical case is the computing step
V can be written the direct product of V (1) ⊗ V (2). Suppose V (1) is 2k1  2k1 and V (2)
is 2k2  2k2 (k1 + k2 = k). Then, if in V (1) we can decrease a parameter or an elements,
the result leads that 2k2  2k2 parameters or corresponding number elements are decreased.
The use of computing resource is then at high eciency. For example, only a conditional
rotation for the i−th qubit, the transformation matrix is Ri(φ) = I1 ⊗    ⊗ Ii−1 ⊗ (j0ih0j+
eiφj1i1) ⊗ Ii+1 ⊗    ⊗ Ik. In practice, there is only one parameter and is a Rotator with
many branches. So, to simplify U into the direct product of subspaces as possible is a better
method to advance the eciency of the use of computing resources. In the end, an example
about quantum Fourier transformation can illustrate it.
Similarly, the row or line Transitor can be dened. Actually there is another important
quantum network, a ladder mapping
Q(L) = IR ⊗ IA +
2k−1∑
m=0
jxmihxm+1j ⊗ j1iAAh0j =
k−1∏
m=0
expf(jxmihxm+1j ⊗ IA)  Cyg (17)
together with Hadamard transformation in the auxiliary qubit, I can construct the \Dier-
encer" and \summationer". From this, I can dene the dierential quantum network and
integral quantum network [7]. They are very useful in quantum simulating. For example,





4x (IR ⊗HA)Q(L) (18)
where to denote jx2ki = jx0i, it corresponds to imposing periodic boundary conditions
ψ(xm+2k) = ψ(xm). The picture of momentum quantum network sees Fig.4.
In quantum simulating for Schro¨dinger equation, we need to know the kinetic energy
quantum network which is the square of momentum over 2m. In fact, in many quantum
algorithms, we will meet the continue calculation for Ψ0, that is, V UΨ = VΨ0 = Ψ00. In fact,
in the above I have dened such a connector in equation (7). For more computing steps,
that is a serial of transformations U1U2   Ur, it follows that
Q(U1U2   Ur) = IR ⊗ IA +
2k−1∑
m,n=0
(U1U2   Ur)mnjxmihxnj ⊗ j1iAAh0j (19)
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where Q(Uj) is a realization of QCPU of transformation Uj .
It must be emphasized that the equation (20) is not a operator equation. Two sides of
it are equal only if they act on quantum state Ψ ⊗ j0iA. In the above equation (20) since
the action of C, the second term loses the information of original state and midterm states,
a unit matrix is thus added up. If the mid-state is needed, we can rst restore the initial
state and then transform it until the expected mid-state. Therefore, every computing step
is invertible. Obviously, the action of C is to connect two transformations by drawing the
transformed state and initializing the auxiliary qubit to j0iA. In terms of C, we can easily
carry out the united action of both many quantum computing steps and many quantum
networks in turn. For example, we can connect two momentum quantum networks to obtain
the kinetic energy quantum network
Q(T ) ’ IR ⊗ IA + 1
2m
DQpˆCQpˆ (21)
Of course, if the quantum networks is not a derivation or realization from our universal
quantum network { QCPU, we have no any the known method to do this. In fact, it is just
our QCPU’s advantage{standardization, assemblization and scaleablization.
Furthermore, we would like to know the realization of QCPU for the summation of two
transformations. From the denition of QCPU, it follows that Q(U + V ) = Q(U)Q(V ). An
example is, in my paper [7], that I have designed the quantum network for time evolution
operator in a short time interval as the following
Q(U(4t)) = Q(IR)Q(iT4t)Q(iV4t) (22)
For a limit time, we can take the product of all time evolution operators at small time steps.
Finally, we obtain





Based on this equation, we can simulate Schro¨dinger equation in general. In special, consider
V = 0, we can simulate a free particle in this method.
It necessary to point out that there is an essential dierence in classical computing and
quantum computing. In a classical algorithm, one usually does not need to consider how to
connect two computing steps because classical data flow is in general single branch (unless in
parallel). But, in a quantum algorithm, one has to think over this problem because quantum
data flow is in general many branches. If with respect to two quantum computing steps,
that is two unitary transformations, one designs their quantum networks independently,
then the arrangement ways of quantum data of input and output for two quantum networks
are dierent in general. It means that an interface unit is needed. While how to design this
interface unit becomes a problem. Here, we have had a Connector as a standard interface
unit and do not worry about this problem again.
Actually, a quantum algorithm including quantum simulating procedure consists of a
serial of transformations and measurements. After we have the connector, it is easy to im-
plement a general quantum algorithm. Quantum Fourier transformation is just an example.
In our paper [8], we have obtained the quantum network for quantum Fourier transformation













jpin/(2k − 1)]]Hj . While M0n = j0ihxnj. Its picture see Fig.5
for three qubits.
In summary, I have designed two basic elements: Rotator and Transitor, two auxiliary
elements: Drawer and Connector. Making use of them, we can make the quantum central
processing unit, realize the quantum networks and connect them together to build the com-
puting part of quantum computer. Consequently, we can implement a general computing
task. From QCPU it is easy to obtain the special realization for a given quantum computing,
that is its quantum network. The two basic elements and four auxiliary elements of QCPU
are standard, very easy to assemble. Because the connector is designed, we can scale conve-
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niently the computing part { an expected quantum network in terms of the realizations of
QCPU so that it can process the complex computing task. Moreover, it makes us easy to
implement the quantum algorithm including quantum simulating in according to the steps
in this quantum algorithm. Based on this QCPU proposed by me, we can obtain a general
principle of design of quantum algorithm including quantum simulating procedure. For a
quantum computing task, that is an unitary transformation U , all we need to do for design of
quantum algorithm and quantum simulating procedure is to seek a its optimized decompo-
sition seriation including quantum measurements in an appropriate space. Meanwhile, this
seriation should be the most suitable and the realization of QCPU of every step (quantum
transformation) is the simplest. In order to do this, we need to use the fundamental laws of
physics, specially the principles and features of quantum mechanics, for example coordinate
system choose, representation transformation, picture scheme and quantum measurement
theory if we have thought that a quantum computing task is a physical process. Moreover,
to simplify the realization of QCPU for all computing steps and nd the optimized decom-
position, we have to use the symmetry property of every step U i as possible, such as the
direct product decomposition, the transposing invariance U inm = U
i
mn or the row equality
U imn = U
i




0n for all m as well as make Ui with zero
elements and equal elements as many as possible. Limited the space, I can not give the
concrete example here. But, I will give them and the applications of QCPU in my papers
[7,8]. In those papers, I will describe how to simulate Schro¨dinger equation in general and
how to implement Deutsch algorithm, quantum Fourier transformation, Shor’s algorithm
and Grover’s algorithm.
I would like to appreciate Artur Ekert for his great help and hosting my visit to center
of quantum computing in Oxford University. I also thank Markus Grassl for his helpful
comments.
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FIG. 1. Basic Quantum Elements of QCPU
FIG. 2. Two Qubit Quantum Central Processing Unit (QCPU)
FIG. 3. The elements of QCPU with many branches of data
FIG. 4. The momentum quantum network (three qubits)
FIG. 5. The sub-quantum network for QFT on the second qubit
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