Introduction
Recently two of the present authors [1] reported on a method for computing safe bounds for the value of the Titchmarsh-Weyl m function associated with the differential expression M y ≡ 1 w (−(py ′ ) ′ + qy) (1. 1) defined over [a, ∞), −∞ < a, where p, q, w are real-valued functions which satisfy p −1 , q, w ∈ L 1 loc [a, ∞) and w(x) > 0 a.e. In the case that w = 1 Weyl [2] showed that the differential equation
has at least one solution that belongs to the set L 2 w (a, ∞) ≡ {f :
The proof of this result introduced the Titchmarsh-Weyl m function to the mathematics literature.
It was however Titchmarsh who investigated the properties of m(λ) as an analytic function of λ and established the connection between the location of its poles, of necessity on the real line, and the eigenvalues of the differential equation (1. 2).
The analytic form of the m function is determined by the form of the L 2 solutions of (1. 2) and it is perhaps not suprising that there are few examples of m known in closed form. For example if a = 0 and p = w = 1 then, when q = ±x 2 , the m function is known as a rational function of gamma functions, while if q = ±x it may be written in terms of Bessel functions. For a detailed discussion of the m function, together with examples, see [3] . * 34E05, 34E20, 34L05, ODE's, Spectral theory, Titchmarsh-Weyl m-function, verified computation
In [4] the central role of the m function in the spectral theory of (1. 1) is established. It is
shown that the behaviour of the m function near the real line classifies all points of the real line as belonging to the point spectrum, continuous spectrum, point-continuous spectrum or the resolvent set of the self-adjoint operator generated in L 2 w (a, ∞) by (1. 1) together with initial conditions. A further use for the m function is in determining the best constant in Everitt's HELP inequality.
See [5] for further details.
In view of the central importance of the m function and also in view of the difficulties in obtaining its values analytically, much effort has been expended in devising computational algorithms to estimate its value. These are reported on in a series of papers which include [6] , [7] , [8] . However these papers only contain estimates for the value of m and do not seek to address the question of absolute bounds on the error in the computations.
In [1] we reported on an algorithm to compute rigorous bounds for the m function. This algorithm worked well for examples q = x α , α ≥ 2 or α = 1, but was shown to be computationally inefficient for examples q = −x α , α = 1, 2, and the interval based algorithm needed in the computation in [1] did not cover the case q = ±x α , 0 < α < 2, α = 1. The purpose of this paper is to present two new algorithms which overcome these difficulties and enable the m function now to be enclosed for a much wider class of problems.
In section 2 we review the relevant extracts from the theory of the Titchmarsh-Weyl m function that are needed to develop our algorithm. Section 3 is devoted to recalling certain asymptotic results that are central to our method as well as presenting an overview of an interval based algorithm that is fundamental to the implementation of our m computation. Section 4 contains the results of the numerical experiments that we have performed, while section 5 deals with the extension of the algorithm to overcome the problems encountered with q = ±x α , 0 < α < 2, α = 1.
2 Titchmarsh-Weyl limit-point, limit-circle classification
In the classical limit-point, limit-circle theory of (1. 2) it is shown that, starting from a pair of solutions θ, φ of (1. 2) which for strictly complex λ satisfy
there exists a complex-valued function m(λ) such that
When, up to constant multiples, there is precisely one solution of (1. 2) in L 2 w (a, ∞), we say (1. 1) or (1. 2) is limit-point at infinity. If all the solutions of (1. 2) are in L 2 w (a, ∞), we say that (1. 1) or (1. 2) is limit-circle at infinity. Further, the limit point, limit-circle classification is determined by p, q, w and is independent of the strictly complex parameter λ. In this paper we shall be exclusively concerned with the limit-point case. The m function is a Nevanlinna function, mapping the upper (lower) half-plane to itself, and as such has any singularities confined to the real line. From (2. 1) and (2. 2) it follows that
where ψ is any (non-zero) constant multiple of ψ 0 . The result (2. 3) is the basis of our algorithm to compute m(λ).
We choose a point X > 0 such that for x ∈ [X, ∞) we may develop an asymptotic expansion for ψ(x, λ), together with a precise estimate on the error committed. This expansion enables us to determine intervals in which ψ(X, λ) and ψ ′ (X, λ) lie, thus providing initial data to an interval based initial value solver that is used to compute complex intervals which enclose ψ(a, λ) and ψ ′ (a, λ). The result (2. 3) yields an interval which encloses m(λ). In section 3 we review the asymptotic method and interval ODE solver that is used to perform these tasks.
3 Overview of the components of the algorithm
Asymptotic theory
The method that we use to obtain the asymptotic solution (1. 2) as x → ∞ is the repeated diagonalization method of Eastham which is fully explained in the book [9] and here we shall be brief. The method is concerned with estimating and improving error terms in the asymptotic solution of the linear differential system
where Z is an n−component vector, ρ is a real or complex scalar factor, D is a constant diagonal matrix
with distinct d k and R is a perturbation such that
for some δ > 0.
If it is the case that ρR ∈ L(a, ∞), the Levinson asymptotic theorem can be applied to (3. 1)
to give solutions
where e k is the unit coordinate vector in the k−direction and η k (x) → 0 as x → ∞. The size of the error term is related to the size of R as x → ∞, and therefore the accuracy of (3. 3) can be improved if the perturbation R can be reduced as x → ∞. Under suitable conditions on ρ and R this improvement can be achieved by a sequence of repeated transformations which lead to a computational procedure to estimate the solution of (1. 2) together with a bound on the associated error.
The sequence of transformations may be obtained either by an exact diagonalization or by an approximate diagonalization procedure. These methods are discussed in detail in [10] . The exact diagonalization method involves the explicit construction of an n × n matrix T such that
and this in turn requires the explicit eigenvectors of D + R(x) which, although available for the second order system, are not generally known for the n−th order system. In this investigation we choose to work with the more generally applicable approximate diagonalization method which may be used for n−th order systems of differential equations. A discussion on the asymptotic method of exact diagonalization as applied to estimating the m function can be found in [10] .
Approximate diagonalization
We assume that R is a differentiable n × n matrix satisfying (3. 2), and we define an n × n matrix P by
with diagonal entries p ii = 0 and other entries
We note that P = O(R) = O(x −δ ) and the construction of the P matrix cancels out the dominant terms in the following system (3. 5). With Z = (I + P )W , (3. 1) is transformed into the system
where we have written the n × n matricesD
which is of smaller magnitude than R. We write
and specify an order of magnitude O(x −K ) which we wish to achieve as an error in the asymptotic solution of (3. 1). Substituting (3. 7) into (3. 6), we have
where
Thus ν is chosen so that P ν+1 in (3. 7) gives rise to terms which contribute to E by at most this order of magnitude, and will be estimated in the final stages of the algorithm.
This transformation procedure may be repeated for the W system (3. 5), but with a new P defined in terms of V 2 which replaces R in (3. 1). We continue to use the matrix D and not D to simplify the construction of an efficient computational algorithm. However this procedure introduces additional terms into the analysis which must be eliminated at subsequent iterations of the algorithm. A repetition of the above process leads to a new matrix S viz.
with new V 's and a new E.
The above ideas may be used to form the basis of an iterative procedure, which can be implemented in the symbolic algebra system Mathematica, to compute the asymptotic solutions of (3. 
where P m is defined explicitly in terms of V 1m and D as in (3. 4) . Thus V 1m is eliminated at this stage.
At the end of the process all the V 's are eliminated and this gives
and M δ ≥ K. The Levinson theorem then yields the solution of the Z M system, and reversal of the M − 1 transformations gives
with η = O(x −K ), ( see [10] for further details).
Interval ODE solver
In this sub-section we introduce briefly the concepts of interval arithmetic that we need to give a short account of Lohner's AWA algorithm. For an in-depth discussion of interval arithmetic, see [11] , while Lohner's AWA algorithm is discussed in [12] and [1] .
Denoting any of the four basic arithmetic operations by ⋆, we define, for real intervals Lohner's approach to computing an enclosure of the solution of initial value problems is based on the well known Taylor method for solving initial value problems. Suppose that a solution of the
where f : [0, ∞) × R n → R n is sufficiently smooth, is known at some point x 0 . Then the solution
where u(x 0 )+hφ(x 0 , h) is the (r−1)-th degree Taylor polynomial of u expanded about x 0 and z x 0 +h is the associated local error. This method lends itself well to computation since the coefficients of the polynomial may be computed via an automatic differentiation package by differentiating the differential equation (3. 9) . However the error term is not known exactly since the standard formulae give, for some unknown τ , 
If this is true then Banach's fixed-point theorem implies that [u] is an enclosure for u(x) for all x ∈ (x 0 , x 0 + h). In order to achieve efficient performance and tight bounds, the details of the algorithm are more complex than this short overview can show. We refer the reader to [12] and [1] for a complete discussion of the method.
4 Results for q = −x α , α = 1, 2
In this section we discuss the computation of m when a = 0 and p = w = 1 and the potential
In terms of the asymptotic analysis presented in section 3 this means that we take δ = α/2. However, while the general algorithm is applicable to all α in this range, the implementation of Lohner's AWA interval ODE solver requires at least two derivatives of the function q, see (1. 1), to be available at x = 0. Clearly this is not possible for 0 < α < 2, α = 1, and for α in this range a revised algorithm is presented in section 5. Here we present an algorithm to compute m when q = −x or q = −x 2 . We remark that the algorithm which we present here is also applicable to problems where q = x α , 2 ≤ α or α = 1, while that in section 5 covers the case 0 < α < 2.
We first write (1. 2) as the system
and as in [9, chapter 2] introduce the transformation
This enables us to write (1. 2) in the form (3. 1) with
We next apply 6 iterations of the asymptotic algorithm of section 3.1 to obtain bounds on ψ(x, λ) and ψ ′ (x, λ) (X ≤ x < ∞) the L 2 [a, ∞) solution obtained from the asymptotic algorithm. This gives intervals which enclose ψ(X, λ) and ψ ′ (X, λ) which are the initial data required by the AWA algorithm. The asymptotic analysis and estimation of the error is performed using purpose written Mathematica code, the detail of which is fully reported on in [10] .
The C-XSC implementation of Lohner's algorithm is used with purpose written shell script to interface the asymptotic results to the interval arithmetic code.
In all cases the enclosures that we obtain for m(λ) are in agreement with the closed form of m(·) given in terms of either gamma functions or Bessel functions [13] , and evaluated by numerical routines, (see [14] and [15] for further details). We further remark that the algorithm reported on in [16] could not perform the computation required to produce the above results. Table 3 : X = 40 and α = 1 , where ǫ 6 (40) = 5.21570339×10 −15 .
5 Results for q = −x α ,0 < α < 2, a = 0, p = w = 1
As we mentioned at the beginning of section 4 we have to modify our algorithm to deal with values of α other than 1 and 2. We do this by choosing some number ǫ > 0. Then, instead of solving 
