Software de diagnóstico y aplicación para asistente de aparcamiento by Iglesias Bronte, Víctor
 
 
 
 
 
 
 
Software de diagnóstico y 
aplicación para asistente de 
aparcamiento. 
 
 
 
 
 
 
 
 
 
 
Víctor Iglesias Bronte 
Máster en Ingeniería Electrónica 
 
Escola Tècnica Superior d’Enginyeria  
de Telecomunicació de Barcelona 
Universistat Politècnica de Catalunya
Tesis de Máster en Ingeniería Electrónica 
Víctor Iglesias Bronte 2
Índice 
 
1.  OBJETIVOS .................................................................................................. 4 
2.  INTRODUCCIÓN ........................................................................................... 5 
3.  REQUISITOS ................................................................................................. 8 
3.1.  REQUISITOS ELÉCTRICOS/ELECTRÓNICOS: ...................................... 9 
3.2.  REQUISITOS DE LA APLICACIÓN .......................................................... 9 
3.2.1.  Máquina de estados de la interfaz externa .................................................................................. 10 
3.2.2.  Imagen de salida: Información de los overlays ........................................................................... 11 
3.3.  REQUISITOS DE LA APLICACIÓN DE TEST EOL (SOFTWARE) ........ 13 
4.  DISEÑO PROPUESTO ............................................................................... 15 
5.  DESARROLLO DEL DISEÑO ..................................................................... 18 
5.1.  ARQUITECTURA DEL SISTEMA SOFTWARE ...................................... 18 
5.1.1.  Capa SCI (Standard Communication Interface) ........................................................................ 21 
5.1.1.1.  OSEK COM ......................................................................................................................... 28 
5.1.1.1.1.  Generalidades ............................................................................................................. 28 
5.1.1.1.2.  Funcionamiento .......................................................................................................... 29 
5.1.1.2.  ISO 15765 2 .......................................................................................................................... 35 
5.1.1.3.  ISO 15765 3 .......................................................................................................................... 37 
5.1.1.4.  UDS (Unified Diagnostic Services) ..................................................................................... 43 
5.1.1.4.1.  UDS_SERVICE_SESSION_CONTROL ................................................................. 43 
5.1.1.4.2.  UDS_SERVICE_WRITE_DATA_BY_IDENTIFIER ............................................ 46 
5.1.1.4.3.  CAN_TESTER_PRESENT ....................................................................................... 51 
5.1.1.5.  Proceso de diagnóstico completo ............................................................................................. 51 
5.1.2.  Capa de Servicios .......................................................................................................................... 62 
5.1.2.1.  Parameters handling ........................................................................................................... 62 
5.1.2.2.  System Monitor .................................................................................................................... 65 
5.1.3.  Capa de Aplicación........................................................................................................................ 72 
5.1.3.1.  Error Manager ..................................................................................................................... 72 
5.1.3.2.  Diagnóstico/Debug ............................................................................................................... 76 
5.1.3.3.  Rutina principal ................................................................................................................... 76 
 Software de diagnóstico y aplicación para asistente de aparcamiento. 3
6.  RESULTADOS ............................................................................................ 79 
7.  CONCLUSIONES. ....................................................................................... 87 
8.  BIBLIOGRAFÍA. .......................................................................................... 88 
9.  ANEXOS. ..................................................................................................... 89 
9.1.  Uso del software CANica®. .......................................................................................................... 89 
Tesis de Máster en Ingeniería Electrónica 
Víctor Iglesias Bronte 4
 
1. Objetivos 
 
El objetivo de este proyecto es el de desarrollar un sistema de visión foto-
electrónico basado en una cámara colocada en la parte trasera del vehículo. 
 
La finalidad del sistema es ayudar al conductor en las maniobras de marcha atrás, 
principalmente de aparcamiento (Parking Camera), monitorizando el área trasera en un 
display colocado usualmente en el salpicadero. 
 
Además, superpuesta a la imagen captada de la parte trasera del vehículo, 
aparecerán una serie de líneas que tratarán de ayudar al conductor en las maniobras de 
aparcamiento: cambiarán dinámicamente dependiendo de la posición del volante o de la 
etapa del proceso de aparcamiento en que se encuentre. 
 
 Asimismo, habrá que diseñar un sistema de diagnóstico embedded que sea 
controlado por una herramienta instalada en un PC mediante comunicación CAN para la 
calibración del sistema al finalizar la cadena de ensamblaje. 
 
 Todo el desarrollo de este proyecto se ha completado y dirigido en ADASENS 
Automotive S.L., como parte de un convenio de cooperación educativa entre la propia 
empresa y la Univeristat Politècnica de Catalunya. 
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2. Introducción 
 
La tecnología necesaria tras una rearview camera nos ha acompañado desde hace 
bastante tiempo. Esos mismos componentes que se usan en una cámara de parking han 
sido usados previamente en aplicaciones como borescopios, utilizados en procedimientos 
médicos para observar el interior del cuerpo humano, etc. No nos olvidemos que se tratan 
de sistemas de visión, un campo en el que la tecnología lleva avanzando a pasos de 
gigante varias décadas. 
 
Ahondando más concretamente en la historia de las rearview, estos sistemas 
suelen ir montados en la parte posterior del vehículo (como no podía ser de otra forma, su 
nombre lo indica) y proporcionan imágenes y video en tiempo real sobre lo que está 
ocurriendo fuera del coche. Las primeras cámaras de visión trasera se diseñaron para 
detectar puntos ciegos (BLIND SPOT DETECTOR) y avisar al conductor cuando 
hubiese un obstáculo en una zona no accesible a través de los espejos retrovisores. Esto 
fue a finales de la década de los 70, en grandes vehículos de construcción tipo bulldozers 
(figura 1), en los que, sin una cámara trasera al conductor le era imposible observar hacia 
dónde maniobraba el vehículo en un desplazamiento marcha atrás. 
 
 
 
Fue Caterpillar la primera empresa 
que comercializó camiones con la 
posibilidad de instalación de una o 
dos cámaras traseras (cámaras de 
Intec Video Systems) con sus 
correspondientes monitores [1]. 
 
                                                 
1 Caterpillar. "797B Mining Truck." (June 9, 2008)  
http://www.cat.com/cda/layout?f=151756&m=169215&x=7 
Figura 1: Bulldozers con cámara trasera 
Tesis de Máster en Ingeniería Electrónica 
Víctor Iglesias Bronte 6
 
 
 
Los fabricantes de automóviles han seguido la estela del equipamiento de la 
construcción en este caso y ahora ofrecen rearview cameras diversas, desde cámaras 
traseras mostrando sólo imagen, hasta una composición en pantalla de varias imágenes 
obtenidas con el mismo número de cámaras, que nos muestra una imagen del coche a 
vista de pájaro. También pueden acompañarse de sensores de ultrasonidos colocados en 
el paragolpes trasero, que mediante indicaciones auditivas (modificando volumen y 
frecuencia) informan de la distancia con un posible objeto situado detrás del vehículo. La 
mayoría de ellos, se decantan por ahora por la primera: una única cámara, eso sí, con 
varias funcionalidades, colocada en la parte trasera del vehículo. 
 
 
 
Figura 2: Tipos de cámaras en vehículos 
 
A la hora de comentar el funcionamiento lo primero de todo es indicar que las 
cámaras muestran la imagen invertida en el eje vertical, es decir, como vista tras un 
espejo. Esto es así para mantener la costumbre de mirar a través del espejo retrovisor. 
 
Se suele trabajar con lentes ojo de pez (fish-eye), debido a que pueden capturar un 
campo más ancho de visión a una distancia mucho más cercana. El problema asociado 
con las ópticas ojo de pez son la característica curvatura o distorsión de imagen debida a 
la propia curvatura de la lente. Si bien este efecto se puede corregir mediante software, en 
muchos casos los fabricantes de sensores de imagen CCD o CMOS nos permiten activar 
o desactivar esta corrección mediante el uso de algoritmos preprogramados en el chip de 
control del mismo sensor (registros del sensor), de forma que la imagen obtenida 
recupera la composición original. 
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Una vez obtenida la imagen, sólo queda enviar la misma hacia un display cuya 
localización se suele dar en el salpicadero, a diferentes alturas según el fabricante. 
 
 
 
 
Figura 3: Efecto “ojo de pez” [2] 
 
 
 
                                                 
2 Bob Atkins Photography. "Field of View - Rectilinear and Fisheye Lenses." (June 10, 2008)  
http://www.bobatkins.com/photography/technical/field_of_view.html 
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3. Requisitos 
 
Como primer requisito del proyecto se propuso la implementación de todo el 
dispositivo en un único housing (carcasa); se trataría pues de un diseño “one box”, a 
diferencia de la mayoría de competidores que utilizan por un lado un housing para situar 
la parte óptica del sistema, y otro diferente en el que gestionan electrónicamente la 
información óptica recibida.  
 
 
Diagrama 1: Sistemas incluidos en el proyecto 
 
 
El sistema consistirá en un bloque que proyecta la vista trasera en un sensor de 
imagen, parte del sistema electrónico que convierte la imagen capturada en una señal de 
salida. Ésta señal de salida, llamada IMAGE OUTPUT es una señal de video compuesto 
analógico NTSC o PAL. Todo el sistema está contenido en un housing metálico listo para 
instalar en el vehículo. 
 
El proyecto se centrará en el diseño (software) del sistema electrónico, con lo que 
se deja de lado requisitos de otros sistemas. 
 
Dentro de los products requirements del proyecto Integrated Rear View Camera, 
los que atañen el desarrollo de esta tesis son los electrónicos, requisitos de aplicación y 
requisitos de diagnóstico o aplicación de test End Of Line. Los primeros hacen referencia 
a necesidades eléctricas a cubrir, así como interfaces de comunicación a implementar, 
 
ELECTRICAL 
SYSTEM 
IMAGE 
OUTPUT  
OPTICAL 
SYSTEM 
REAR 
VIEW 
HOUSING 
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características de calidad de la señal de vídeo, consumos máximos, etc. En el segundo 
grupo, los requisitos de aplicación se basan en las funcionalidades del sistema, las rutinas 
que se implementarán en el mismo (grosso modo) o las capacidades técnicas que ha de 
tener el diseño. Por último, y como se verá en el apartado 3.3 , los requisitos del test End 
Of Line servirán para definir las herramientas de calibración del dispositivo, y 
metodología a seguir en el caso de final de cadena de ensamblaje. 
 
3.1. Requisitos eléctricos/electrónicos: 
 
A continuación se detallan los requisitos electrónicos más relevantes del proyecto 
 
- Compatible con interfaz CAN 2.0 High Speed (1Mb/s) 
- Necesidad de recepción de mensajes CAN del vehículo: ángulo del volante, 
activación manual, posición del cambio de marchas, información de sensores de 
ultrasonidos, velocidad del vehículo, etc. 
- Alimentación desde batería 8-16v 
- Máximo consumo del sistema de 200 mA @ 12v 
- Imagen de salida NTSC en color 
- El sensor de imagen debe proveer ajuste de centro de imagen vía software para 
compensar tolerancias mecánicas 
- El diseño debe estar orientado a Test de producción 
- La memoria flash debe suministrarse con capacidad para almacenar al menos 128 
overlays 
- La plataforma debe diseñarse con capacidad para actualización del software de 
aplicación y overlays (imágenes superpuestas al vídeo) vía CAN (sin abrir el 
housing) 
 
 
 
3.2. Requisitos de la aplicación 
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En este caso se enumeran los requisitos de aplicación más importantes: 
- El rango de sensibilidad de la cámara variará desde 1 Lux (noche) a 100000 Lux 
(día) sin saturación ni luz adicional. 
- La ganancia se debe autoajustar automáticamente 
- La exposición se debe autoajustar automáticamente 
- El control de blancos debe manejarlo el propio sensor 
- Sistema anti-flicker 
- Sistema de auto diagnóstico 
- Los overlays dinámicos (frame rate) según ángulo del volante deben ser añadidos 
a la señal NTSC de salida 
 
3.2.1. Máquina de estados de la interfaz externa 
 
De cara a explicar la interface del propio sistema con el usuario, debe quedar lo más 
transparente y sencilla posible. Así, una máquina de estados que explique el 
comportamiento exterior del dispositivo es la que se muestra en el Diagrama 2. Se 
observa que únicamente tiene 3 estados, encendido, apagado y standby (las características 
de salto de estado, activación de imagen, contacto y corriente máxima están en la Tabla 
1). 
 
Estado Corriente máxima Output signal Activation signal 
ON 200 mA @ 12V  IMAGE OUTPUT = ON Marcha atrás ON  
STBY < 100 mA IMAGE OUTPUT = OFF
Ignition ON (desde estado OFF). 
Marcha atrás OFF y 
velocidad hacia delante >10 km/h 
(desde estado STBY) 
OFF < 100 μA IMAGE OUTPUT = OFF Ignition OFF 
 
Tabla 1: Características de los estados 
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Al encender el coche, o colocar la llave y hacer “contacto”, se salta del estado OFF al 
Standby (Ignition=1). Mientras esté encendido pero la marcha atrás desactivada, se 
permanece en Standby, consumiendo lo mínimo. Una vez se activa la marcha atrás 
(RearGear=1) se pasa al estado ON, único estado donde tenemos imagen de salida en el 
display y el dispositivo consumiendo intensidad en modo normal (no bajo consumo). 
Ahora ya en ON mientras no se quite la marcha atrás se permanecerá en este estado, y en 
el momento de quitarla es necesario ir por encima de 10 Km/h para desactivar la imagen 
y poner el sistema en suspend mode (estado Standby). 
  
 Por supuesto, al quitar el contacto (Ignition=0) se salta directamente desde ON o 
Standby a OFF sin necesidad de esperar a superar una velocidad. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Diagrama 2: Máquina de estados de la interfaz externa 
 
3.2.2. Imagen de salida: Información de los overlays 
IGNITION = 0 
TOFF 
 
 
         ON 
 
 
         STBY 
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          OFF 
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REAR GEAR = 1 
T IMAG 
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FWD 
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El resultado de la captura de vídeo y la superposición de las imágenes de ayuda 
(overlays) debe cumplir una serie de requisitos: 
- La imagen debe mostrarse invertida: Si nos atenemos a que estamos 
acostumbrados a ver imágenes a través del espejo retrovisor, hay que tener en 
cuenta que el vídeo a mostrar debe seguir fielmente esta técnica, para no despistar 
al usuario y hacer más fácil su adaptación. 
- Al menos 50 imágenes disponibles por signo del ángulo de giro (101 en total) 
para cubrir todo el rango de ángulo de volante: Necesario para tener una 
resolución de ángulo de giro/número de overlays a mostrar correcta, comprobado 
en proyectos anteriores. 
- Overlay “ancho de coche” (Figura 4): Representa la trayectoria yendo marcha 
atrás del vehículo. Se muestra como dos líneas de 2 a 3 metros de largo al nivel 
del suelo. Estos overlays cambian dinámicamente siguiendo el ángulo de giro del 
bloque de la dirección. 
 
Figura 4: Trayectoria de las ruedas (ancho de coche) 
 
- Línea horizontal (     Figura 5): 
Representará la distancia de seguridad 
(30 cm aprox.) desde el paragolpes. Se 
presenta como una línea al nivel del 
suelo. 
 
     Figura 5: Línea horizontal 
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- Overlay de altura del paragolpes (Figura 6): 
Dos líneas a la altura del paragolpes, paralelas a 
las líneas de trayectoria, para ayudar a localizar 
obstáculos (p.ej. otros paragolpes). Se añadirán 
dos líneas verticales más para dar impresión de 
altura.  
 Figura 6: Líneas de altura 
 
 
3.3. Requisitos de la aplicación de Test EOL (software) 
 
Como se adelantó en el apartado de objetivos, es necesario establecer un 
protocolo de diagnóstico del sistema completo (disponemos de plataforma hardware, 
arquitectura software y un sistema óptico). Esto es así debido a que, tras el ensamblaje de 
los elementos electrónicos en las respectivas placas (tenemos 2 interconectadas), hay que 
verificar el correcto funcionamiento de todos los dispositivos. Para ello se diseñará un 
sistema de calibración/diagnóstico basado en el envío y recepción de tramas por el bus 
CAN entre nuestro sistema embedded (en este caso hace de servidor, atendiendo las 
peticiones del cliente como se verá en el respectivo apartado) y un programa de PC 
(cliente). Hay que recordar que todo el sistema va incorporado dentro de un housing de 
plástico cerrado herméticamente para evitar la entrada de impurezas que puedan 
depositarse sobre el sensor y estropear la imagen y por estanqueidad, de modo que una 
vez que se cierra la carcasa, el acceso a los módulos es inviable.  
A través de dichos mensajes se comprobarán varias líneas de transmisión de datos 
a la vez, a saber: I2C entre el microcontrolador y el sensor de imagen CMOS, SPI entre el 
microcontrolador y la memoria SPI Flash, SPI entre la Flash y el sensor (ver Diagrama 
3). A continuación se detallan los requisitos  de mensajes de diagnóstico del sistema 
completo en producción más relevantes 
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- Start Diagnostic Session: Como su nombre indica iniciará la sesión de diagnóstico 
- Enable (Disable) Analog Video Output Chain: Con este mensaje, el sistema 
embedded deberá encender (apagar) la salida de video. 
- Enable (Disable) Test Pattern Color Bar: Necesario para verificar el correcto 
funcionamiento del bus SPI sensor-memoria, así como la calidad de imagen. 
- Enable (Disable) Diagnostic Overlay Visualization: Este mensaje indicará al 
sensor que acceda a un overlay de Test específico en la memoria SPI y lo 
superponga a la señal de vídeo. Servirá para ajustar el offset inicial más adelante. 
- Image Windowing: En 4 variantes, vertical positive y negative, y horizontal 
positive y negative, estos mensajes intentarán corregir el offset de la ventana de la 
imagen debido a posibles desajustes mecánicos en el ensamblaje del sensor 
CMOS. 
- Overlay Offset: De nuevo con cuatro variantes, tiene una finalidad similar a la 
anterior, pero en este caso para ajustar la posición de los overlays finales que se 
observarán desde un display superpuestos a la imagen. 
- Flash Offset Values: Después de realizar el diagnóstico completo, este mensaje 
dará la posibilidad de grabar los offset correctos obtenidos en la Flash interna, de 
forma que al reiniciar la aplicación una vez instalada en el vehículo, el sensor se 
reinicie leyendo los valores correctos.  
- Flash Test: Test necesario para asegurar la consistencia de la comunicación SPI 
(software y bus de comunicación) microcontrolador-Flash. 
- Tester Present: Servicio de diagnóstico que consiste en el envío periódico por 
parte del cliente de una señal de mantenimiento en sesión de diagnóstico. En caso 
contrario se retorna a la sesión por defecto. 
- End Diagnostic Session: Por último, este mensaje finalizará la sesión de 
diagnóstico y dejará al sistema en la sesión por defecto. 
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4. Diseño propuesto 
 
Se ha optado por la resolución de los requisitos a través de una arquitectura 
electrónica gestionada por un microcontrolador. La composición del sistema queda de la 
siguiente manera: 
 
 
 
Diagrama 3: Arquitectura Del diseño 
 
 
- Un microcontrolador Silicon Laboratories ® C8051F550 como núcleo del 
proyecto. Se trata de un micro con CPU de un 8051 pipelined, llegando a 50 
MIPS, con ISP Flash de 32 Kb, 2Kb de memoria RAM interna (situada fuera del 
núcleo pero dentro del chip), con ADC de 12 bits, 200 Ksps y hasta 32 canales 
(seleccionables on the fly por un multiplexor analógico integrado), módulos 
UART, LIN, CAN 2.0, SPI, SMBus (especificación Silabs del I2C), varios timers 
y una configuración casi totalmente libre de los pines del dispositivo a través de la 
programación del llamado Crossbar Decoder. 
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Figura 7: Detalle del diagrama de bloques del microcontrolador C8051F550 
 
- Un sensor de imagen CMOS analógico NTSC/PAL Omnivision OV7960 con el 
que obtener imágenes en tiempo real de buena calidad, y además aplicarle una 
serie de overlays superpuestos a la salida digital, obteniendo así una salida 
analógica compuesta por la imagen más los overlays. El diagrama de bloques es el 
siguiente: 
 
 
 
Figura 8: Detalle del diagrama de bloques del sensor de imagen OV7960 
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Como no, la introducción de los overlays se hará a través del puerto SPI 
master interface, que accede a una memoria Flash SPI externa donde previamente 
se han grabado todos los overlays y set-up (tras test EOL) del propio sensor. A su 
vez, el uso de determinado overlay en determinada dirección de la memoria Flash 
está gestionado por el microcontrolador a través del I2C (SMBus en Silabs y 
SCCB en OV): el µc mandará la información necesaria para que el sensor la 
reciba a través del SCCB slave interface, y se seleccione la posición de memoria 
desde el interfaz SPI. 
 
- Una Memoria Flash SPI, de bajo voltaje a 75 Mhz, donde almacenar todos los 
overlays necesarios para el funcionamiento de la aplicación, así como los 
parámetros de inicialización del sensor (como se comentará más adelante, tras un 
reset el sensor lee los parámetros de calibración como posición de la ventana de 
imagen, posición de los overlays, signo, saturación, etc) 
 
- Otros elementos hardware como un Convertidor DC-DC Buck o Transceivers 
CAN 2.0. El primero de ellos, necesario para convertir los 12 voltios de la batería 
en 3.3v utilizables por los compontentes antes mencionados, y el segundo, 
necesario para establecer la interfaz CAN entre el dispositivo y el propio bus 
CAN del vehículo (además de una funcionalidad específica del modelo usado que 
permite pornerlo en modo de bajo consumo y activarse únicamente al recibir un 
mensaje CAN) 
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5. Desarrollo del diseño 
 
En el ámbito de esta tesis de master, el desarrollo del diseño versará sobre el 
desarrollo de la arquitectura software, ya que mi trabajo en la empresa ha estado 
orientado siempre en este ámbito. El resto de desarrollos (hardware, mecánico) 
corresponden a otras personas dentro del equipo del proyecto Cámara de Parking tanto de 
ADASENS Automotive S.L. como de Ficosa International S.A. 
 
5.1. Arquitectura del sistema software 
 
A la hora de afrontar el desarrollo software del proyecto, se tuvo en cuenta la 
localización y tipo de alojamiento del código. Se optó por una estructura de Bootloader 
más Aplicación. El Bootloader como tal, es un componente software que reinicia un 
dispositivo y lanza el software especificado (aplicación, OS, etc.) en el dispositivo en el 
que está implementado. Provee, además, capacidades como lectura/escritura en memoria, 
reprogramación flash, configuración, etc... 
 
Pero dos características básicas hacen del uso de 
Bootloader una necesidad: 
 
- Código fijo: Tras establecer los correspondientes 
test de integración del bootloader y su correcta 
verificación, se puede congelar el desarrollo del 
Bootloader como tal y utilizarlo a partir de 
entonces como una herramienta de arranque fija, 
sólo siendo necesario modificar la aplicación a 
partir de entonces para añadir/eliminar 
capacidades al sistema 
Figura 9 
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- Sesión de download de aplicación (reprogramación de la Flash): Si bien a la hora 
de realizar el desarrollo tanto de aplicación como bootloader es necesario un USB 
debugger o un JTAG (acrónimo para Joint Test Action Group, es el nombre 
común utilizado para la norma IEEE 1149.1), como se puede observar teniendo en 
cuenta que la finalidad de este proyecto es la realización de un componente 
electrónico situado en un vehículo, una vez cerrado sólo se podrá acceder sobre el 
bus CAN.  
En tal caso, si se necesitara realizar alguna actualización del software haría 
falta abrir la cámara, acción inviable tras el calibrado del sistema óptico. Por esto, 
y teniendo en cuenta que en el bootloader se configura el dispositivo, se puede 
reprogramar la aplicación alojada en Flash a través de un periférico inicializado 
por el Bootloader (CAN en este caso). Esto se explicará más adelante en el 
apartado Sesiones del sistema Software (5.1.1.4). 
 
 
A continuación se expondrá la arquitectura del sistema software de la aplicación, 
el del bootloader queda fuera del alcance de este proyecto pero es similar en cuanto a 
disposición y uso de recursos que el de aplicación. 
 
Esta arquitectura se ha organizado por capas, partiendo del desarrollo de la capa 
HAL (Hardware Abstraction Layer) hasta la capa de aplicación. Las distintas capas que la 
componen son: 
 
- Capa HAL: Hace referencia a la configuración directa de los componentes o 
periféricos configurables del µC. El resultado final para cada uno son una serie de 
drivers configurables por el desarrollador de la aplicación dependiendo del tipo de 
la misma. 
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Diagrama 4: Arquitectura de la aplicación 
 
 
 
 
 
- Capa de Servicios: Es la capa del sistema donde se desarrolla el cuerpo de cada 
una de las funciones que se implementan en aplicación. Utilizan directamente 
recursos de la capa HAL. 
 
- Capa SCI (Standard Communication Interface): Es la capa de comunicaciones 
propiamente dicha. Utilizando una serie de protocolos de comunicación (OSEK, 
UDS, a comentar en apartados subsiguientes) se obtienen tramas de datos tras el 
correspondiente procesado. Esta capa se utilizará para tramas CAN. Utiliza 
directamente recursos de la capa HAL. 
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- Capa de Aplicación: Siendo la capa de más alta jerarquía, actúa directamente 
sobre las capas de servicios y SCI, mediante callbacks, y ejecuta las rutinas 
principales de la aplicación, haciendo uso de los propios recursos de capas 
inferiores. 
 
En el Diagrama 4 se muestra la organización jerárquica de la arquitectura de la 
aplicación, distinguida por colores. Cabe recalcar que, aunque hay bloques que no 
aparecen conectados, es por simplicidad en la representación del diagrama, todos 
cumplen un papel importante en la ejecución de la aplicación (e.g. el Timer es usado por 
la práctica totalidad de los demás bloques). 
 
Dentro de las distintas capas de la aplicación, la capa HAL se desarrolló 
integramente por personal de Ficosa International S.A., con lo que queda fuera del 
alcance de este proyecto, aunque la utilización de los recursos que ofrece será comentada 
en adelante. De esta forma, durante el desarrollo de este proyecto se explicará y 
demostrara la implementación del stack de comunicaciones (SCI), system monitor, 
error manager y parameter handling. 
 
 
5.1.1. Capa SCI (Standard Communication Interface) 
 
Todo software destinado a la industria de la 
automoción tiene que cumplir una serie de 
especificaciones y/o normativas destinadas al correcto 
funcionamiento de los sistemas electrónicos, para pasar 
los test correspondientes antes de su producción. De esta 
manera, a la hora de diseñar un sistema electrónico (ya 
sea hardware, firmware o software) se tendrá que ceñir a 
especificaciones marcadas por los fabricantes de 
automóviles para cualquier tipo de gestión electrónica. 
 
Diagrama 5: SCI 
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En este caso se va a adentrar en las especificaciones a nivel de protocolos de 
transporte de datos sobre el bus CAN, y gestión de herramientas de diagnóstico del 
sistema embedded. 
 
 Tal y como aparece en el diagrama, la capa de comunicación en si misma está 
compuesta a su vez por varias capas, cada una de ellas relativa a una especificación, a 
saber: 
 
- OSEKCOM: el 70% del mercado de sistemas operativos para automoción se 
encuentra en manos de OSEK/VDX [3], un consorcio germano-francés formado 
por la unión de los desarrollos de OSEK (“Offene Systeme und deren 
Schnittstellen für die Elektronik im Kraftfahrzeug”, o en inglés, “Open Systems 
and the Corresponding Interfaces for Automotive Electronics”), originalmente 
integrado por BMW, Bosch, DaimlerChrysler, Opel, Siemens, VW y la 
Universidad de Karlsruhe y VDX, creada por PSA y Renault.  
 
Dentro de esta especificación se desglosan: OSEK Time como una 
estandarización de las funcionalidades de sistemas operativos en tiempo real, 
OSEK OS como el propio estándar para sistemas operativos y OSEK COM como 
módulo para comunicaciones (CAN) de la capa de enlace, en el automóvil.  
 
En este diseño, se partirá de este protocolo para crear una capa física de 
adquisición de tramas CAN, pero sin utilizar un S.O. OSEK OS, es decir, 
únicamente se utilizarán recursos del protocolo OSEK COM que ataquen 
directamente el dispositivo HAL de CAN. Como se observa en el Diagrama 6: 
Arquitectura original ISO 15765, el protocolo OSEK COM entra dentro de la 
especificación ISO 11898-1 en la capa de enlace, mientras que en la capa física se 
sitúan los drivers de CAN, cumpliendo las normativas ISO 11898 2 y 3 donde 
hiciera falta. 
 
                                                 
3 OSEK-VDX: http://www.osek-vdx.org/ 
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Diagrama 6: Arquitectura original ISO 15765 
 
 
Volviendo al  Arquitectura de la aplicación, es notable que no sólo la capa 
de red de la ISO 15765 2 ataca la data link layer, sino que la capa de servicios, por 
medio de los bloques que necesiten información del CAN, accede también a los 
recursos que ofrece el OSEK COM. 
 
- ISO 15765 2, Diagnostics on Controller Area Network part 2 (Network Layer 
Services) [4]: La ISO 15765 utiliza el modelo OSI (Open Systems Inteconnection) 
para estructurar los servicios que específica siguiendo el Diagrama 6. Esta parte 2 
de la especificación hace referencia a la capa de red del sistema de transmisión de 
                                                 
4  ISO 15765 2 http://www.iso.org/iso/catalogue_detail.htm?csnumber=33616 
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datos. De este modo, toda la estructura de código creada para esta capa está dentro 
de la especificación, lo que no implica necesariamente el recíproco.  
 
Es un protocolo de transporte que permite el envío de una trama de hasta 
4096 bytes sobre un protocolo de red con tramas menores. Esta gestión del tipo y 
número de bytes se hacen a traves de un archivo de configuración. De este modo, 
si llegara una trama de bytes de más de 8 bytes de longitud, se dividiría en varios 
paquetes de 8 bytes como máximo para su envío a capas superiores (o inferiores) 
En este caso se trabaja con single frame, es decir, un máximo de 8 bytes por 
trama. 
 
- ISO 15765 3, Diagnostics on Controller Area Network part 3 (Implementation of 
unified diagnostic services, UDS) [5]: Esta interfície sirve de nexo entre la capa de 
red y los servicios de diagnóstico UDS, es decir, están definidos los servicios 
necesarios para el diagnóstico como callbacks (en el correspondiente archivo de 
configuración) a las verdaderas funciones de diagnóstico que estarán un nivel por 
encima, y de esta forma utilizan los recursos de la capa inferior (ISO 15765 2) 
para interactuar con las tramas.  
 
Como se hace referencia en el Diagrama 6: Arquitectura original ISO 
15765, esta capa es la llamada de aplicación y de sesión, y esto es por las 
llamadas “sesiones del sistema”. En este caso, estas sesiones están compuestas 
por: sesión por defecto (la aplicación se ejecuta de forma predefinida), sesión de 
diagnóstico (es en este caso donde se utilizan los servicios UDS para dotar al 
proyecto de un sistema de auto-diagnóstico) y sesión de programación (se ejecuta 
una rutina descrita en la capa superior UDS que reinicia con un soft-reset el 
sistema e inicia el bootloader, previsiblemente para iniciar la descarga de un 
nuevo software de aplicación). 
                                                 
5  ISO 15765 3 :http://www.iso.org/iso/catalogue_detail.htm?csnumber=33618 
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- UDS, Unified Diagnostic Services [6]: En esta capa están descritos todos los 
servicios necesarios para actuar en la sesión de diagnóstico. En realidad, la capa 
UDS también actúa en las sesiones por defecto y de programación, ya que, es esta 
capa la que ejecuta las rutinas necesarias, por ejemplo, para realizar el soft reset 
previo al inicio del bootlader. 
 
 
 
Tabla 2: Estructura de mensajes Request UDS 
 
 
Todos estos servicios de diagnóstico se estructuran como una serie de 
mensajes entre un cliente (PC tool) y un servidor (sistema embedded) del tipo 
request/response: por defecto, cada petición que ejecute el cliente tiene que ser 
respondida tanto positiva como negativamente por el servidor. Aunque también 
existe la posibilidad de que el cliente le pida expresamente al servidor que no le 
mande una respuesta. Como se observa en la Tabla 2 y Tabla 3 respectivamente, 
el servidor responderá sumando 0x40 al identificador de servicio para responder 
positivamente y enviando 0x7F para responder negativamente (más el 
correspondiente mensaje de error) 
 
 
                                                 
6 UDS http://www.iso.org/iso/iso_catalogue/catalogue_tc/catalogue_detail.htm?csnumber=45293 
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Tabla 3: Estructura UDS Positive Response 
 
De esta forma, y como se puede apreciar en las Tabla 2: Estructura de 
mensajes Request UDS, Tabla 3: Estructura UDS Positive Response y Tabla 4: 
Estructura UDS Negative Response, la trama que accede a esta capa de 
diagnóstico estará compuesta por: 
o Identificador de servicio en el primer byte 
o Sub función (donde la haya) 
o Datos o parámetros en los bytes siguientes hasta completar la longitud 
específica de trama 
 
 
Tabla 4: Estructura UDS Negative Response 
 
Se debe tener en cuenta que esta estructura es mínimamente distinta de la 
estructura recibida desde la capa inferior ISO 15765 3. En esta capa tendremos un 
byte más, y esto es porque el primer byte que llegará a esta capa está destinado a 
contener la longitud total de la misma, no siendo necesario enviar esta 
información (aunque más adelante se verificará que sí que la utilicé para constatar 
la integridad de la trama total en los servicios UDS). 
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Por lo tanto, y en relación a la transmisión de tramas CAN tendremos la siguiente 
estructura: 
 
Diagrama 7: Estructura de las trama según capas 
 
 
Tras llegar desde el medio físico, la trama está compuesta por el identificador 
CAN (compuesto de tres dígitos hexadecimales entre el 0x000 y el 0x7FF) y 8 bytes de 
datos cuya distribución,  a este nivel es irrelevante. El OSEK COM se encarga de 
decodificar el identificador y dividir el tratamiento de la trama a realizar en dos tipos: 
 
- Trama de aplicación: Esta trama está destinada a utilizarse en la capa de servicios, 
y estará compuesta por el identificador de Cambio de marcha (0x540), 
identificador de velocímetro (0x1A0) e identificador de posición del volante 
(0xC2), siendo este último tal que genera dos variables, ángulo y signo. 
- Trama de diagnóstico: Distinguiremos dos tipos, diagnóstico físico (0x610) y 
diagnóstico funcional (0x600). Esto es así atendiendo a la especificación de la 
capa superior que remarca la existencia de comunicación 1 a 1 (physical 
addressing) y 1 a n (functional addressing). Se utilizará en todo momento la 
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transmisión física, dejando implementada la parte funcional por si hubiere 
necesidades en un futuro. 
 
Tomando el trayecto de la capa SCI, el siguiente checkpoint es la capa de red, 
gestionada por la ISO 15765 2. En este caso, el identificador del CAN ha sido 
correctamente filtrado y nos encontramos con una trama de 7 bytes, siendo el byte 0 el 
que contiene la longitud total de la trama. Es una estructura que se repite de nuevo en la 
ISO 3, siendo este caso el que actuará sobre la longitud de trama para dar gestionar el 
acceso a la capa superior de UDS, ya que es una de las manera de controlar la correcta 
recepción de todos los datos necesarios en un servicio de de diagnóstico (si la longitud de 
trama ya no es la esperada en la capa 3, no hace falta que llegue a UDS y se envía el 
correspondiente mensaje de error). 
 
Por lo tanto el último paso es la capa de servicios UDS, donde tendremos el 
identificador de tipo de servicio de diagnóstico, la subfunción del servicio de diagnóstico 
(parámetros para configurar el propio servicio) y a partir del tercer byte podremos 
encontrar datos directamente o bien direcciones en los bytes 2 y 3 y después datos (esto 
último en el caso de haber recibido una request del servicio 
WRITE_DATA_BY_IDENTIFIER). 
 
A continuación se expondrá el flujo de datos y tratamiento de las tramas capa por 
capa en la SCI 
 
5.1.1.1. OSEK COM 
 
5.1.1.1.1. Generalidades 
 
-Requisitos: 
OSEK Communication (OSEK COM) es un entorno de comunicación uniforme 
para software de aplicación en unidades de control en automoción. Esta especificación 
incrementa la portabilidad del software de aplicación definiendo interfaces comunes de 
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comunicación software internos, de comportamientos en la comunicación dentro de la 
ECU y de comunicaciones externas entre nodos conectados del vehículo (independiente 
del protocolo de comunicación usado). 
 
-Funcionalidad: 
OSEK COM ofrece servicios para transferir información entre tareas y/o rutinas 
de servicio a  interrupciones (ISRs). Múltiples tareas pueden co-existir en la misma ECU 
(comunicación interna) o en diferentes (comunicación externa) y el acceso a este módulo 
de comunicaciones sólo es posible a través de la API específica. En nuestro caso, sólo 
gestionaremos la comunicación externa a través del OSEK. La comunicación interna 
entre módulos de la API se hará a través de funciones directas, o callbacks en el caso de 
que los bloques se encuentren en lugares jerárquicos de distinto nivel. 
 
-Portabilidad, reusabilidad e interoperabilidad de la aplicación software: 
 El propósito de la especificación OSEK COM es favorecer la portabilidad, 
reusabilidad e interoperabilidad del software de aplicación. Es la API la que contendrá las 
diferencias entre comunicaciones internas y externas así como diferentes protocolos de 
comunicación, buses y redes. 
 
 -Escalabilidad: 
 Esta especificación asegura que una implementación OSEK COM puede correr en 
muchas plataformas hardware. Requerirá un mínimo de recursos hardware con lo que  se 
proveerán diferentes niveles de funcionamiento. 
 
 Además, según la especificación, este módulo puede actuar independientemente 
de que exista en la ECU un OSEK OS, cumpliendo la existencia de: tareas (básicas y 
extendidas), eventos e ISRs. 
 
5.1.1.1.2. Funcionamiento 
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El funcionamiento de la especificación OSEK COM se basa en el uso de 
mensajes, que contendrán información específica de aplicación, siendo este contenido no 
relevante para el propio OSEK. 
 
 
 
Figura 10: Information Exchange 
 
Como se ha comentado, dentro de la Figura 10, la llamada “Internal 
communication” no será utilizada en este proyecto. 
 
Cada función utilizada en el OSEK genera un reporte de errores, definiendo las 
propias funciones como: 
 
typedef enum { 
    E_OK             = 0x00, /* Exito del servicio             */ 
    E_COM_ID         = 0x01, /* Mensaje o ID no válido         */ 
    E_COM_LENGTH     = 0x02, /* Longitud fuera de rango        */ 
    E_COM_LIMIT      = 0x03, /* Overflow de Cola de mensajes   */ 
    E_COM_NOMSG      = 0x04, /* Cola de mensajes vacía         */ 
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    E_COM_SYS_NOINIT = 0x05  /* Definido por usuario           */                    
} t_status_type; 
 
Existe la posibilidad de configurar el OSEK para transmisiones simples y también 
para transmisiones periódicas, en este caso sólo se utilizarán las primeras. Se inicializarán 
en el main con el comando (void)StartCom(COM_NORMAL_MODE), donde 
Com_normal_mode hace referencia al tipo de uso de OSEK (en este proyecto no hay 
modo debug). Y si se necesitara cortar las comunicaciones, esto se realizaría con 
(void)StopCom(COM_SHUTDOWN_IMMEDIATE). No es necesario visto que este sistema 
necesita tener siempre presente la comunicación CAN. 
 
Este módulo se comunicará con la API por medio de Notificaciones, a saber: 
- void OsekComRxNotifCallbackSTG_PLM(t_can_buf_hdl bhdl); 
- void OsekComTxNotifCallbackSTG_PLM(t_can_buf_hdl bhdl); 
 
Como se observa, están definidas mediante callbacks, para independizar el 
código, y el parámetro que se pasa es directamente el buffer de datos de recepción o 
transmisión CAN. En este caso, y como se explicará más adelante, sólo se usa la 
notificación de recepción. 
 
El OSEK COM, especifica también el uso de Flags, como señal de aviso a la 
aplicación de determinados eventos en el OSEK. Pues bien, este caso es uno de ellos: tras 
decodificar la información proveniente del CAN, se ejecutan una serie de macros (una 
para cada ID, SET_FLAG_RX_SIG_GE2_PRNDS() en el ejemplo) que modificarán la 
variable flag_rx0, conteniente de todas las flags de recepción en cada bit de la misma (1 
byte, se usan 4 flags). También se implementó el mismo tipo de desarrollo para errores, 
dando lugar a la variable flag_rx_err0, modificada con 
SET_FLAG_RX_ERR_SIG_GE2_PRNDS(). El tema de los errores se tratará en la sección 
5.1.2.2. 
 
De este modo, tienen que estar definidas las estructuras de lectura de flags, tanto 
de recepción o envío como de error, y se llamarán desde la API mediante funciones como 
ReadFlagRxSigGE2_PRNDS, o ReadFlagRxErrorSigGE2_PRNDS, en cada caso. Lo que 
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realizan es, mediante máscaras, discriminar si el bit correspondiente a la variable 
flag_rx0 o flag_rx_err0 está activado devolviendo 
typedef enum { 
    COM_FALSE = 0x00, /* Estado del flag bajado  */ 
    COM_TRUE  = 0x01  /* Estado del flag levantado */ 
} t_flag_value; 
 
También será necesaria la creación de funciones como 
ResetFlagRxSigGE2_PRNDS() y ResetFlagRxErrorSigGE2_PRNDS() que permiten 
resetear el flag correspondiente, para dejarlos listos antes de la siguiente recepción. 
 
 
Al inicializar el CAN en main se le asigna la dirección del callback NotifRx de 
recepción CAN para que, tras recibir los primeros datos y saltar a la interrupción, ésta 
ejecute este callback de recepción correspondiente con el buffer de datos ya completo 
bhdl (Diagrama 8: Funciones y variables en recepción). 
 
Dentro del callback, y tras lo explicado en el Diagrama 5, se decodifica la trama 
adquirida y se divide en dos accesos: acceso API y a acceso diagnóstico (este último se 
trata de forma directa y se envía la trama completa  frm_can_np_rx_phy_data[] a la 
capa ISO 15765 2). Para el acceso API, en cada Identificador CAN recibido se ejecuta un 
test de longitud de trama (CAN_BUF_QUERY_DATA_LEN(bhdl) >= MIN_LEN_FRM_id a 
tratar), y una vez pasado, se decodifican los bytes recibidos dentro de la trama para 
conformar los mensajes internos a enviar a aplicación, e.g.: si nos interesa el encendido 
de la marcha atrás del vehículo, este se encontrará en un bit dentro de un byte dentro de la 
trama específica, por lo que se actúa mediante máscaras y se almacena el valor (byte) 
dentro de una variable global (ver Diagrama 8: Funciones y variables en recepción) como 
sig_ge2_prnds en este caso, para utilizarla en la API. 
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Diagrama 8: Funciones y variables en recepción 
 
Tendremos entonces que ejecutando if (ReadFlagRxSigGE2_PRNDS() == 
COM_TRUE) en la API, hemos asegurado que el flag de recepción se ha levantado y ya 
podemos ejecutar el callback ReceiveMessage(t symbolic name message,               
t_application_data_ref data_ref) donde data_ref es el puntero al buffer de datos 
(variable local de API que se pasa por parámetro) y message es el identificador del 
mensaje.  
 
Este callback, de nuevo, según el identificador de mensaje decodifica la 
información ( SIG_BR1_SPEED,  SIG_LW1_STEERING_ANGLE, 
SIG_LW1_STEERING_ANGLE_SIGN,    SIG_GE2_VARIANT, SIG_GE2_PRNDS,    
SIGDUMMY). En cada uno de los casos, se ejecuta un SuspendAllInterrupts() y un 
ResumeAllInterrupts() antes y después respectivamente de asignar el valor 
sig_ge2_prnds a la variable local (API) data_ref. La parte de recepción del mensaje 
termina aquí. 
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Diagrama 9: Funciones y variables en transmisión 
 
En lo que al uso de mensajes se refiere, en el desarrollo de este proyecto se utilizó 
el OSEK como puerta de entrada de transmisiones CAN, pero no como puerta de salida, a 
saber: el OSEK COM está destinado a gestionar la comunicación, en este caso externa, de 
la aplicación. Pues bien, esta aplicación necesita únicamente datos de entrada, y por tanto 
el uso de SendMessage no está implementado. Si bien es cierto que la aplicación de 
diagnóstico sí que envía datos a través del CAN, la estrategia decidida fue la siguiente: 
tenemos la inicialización del CAN así: 
 
CanInit(OsekComRxNotifCallbackSTG_PLM,OsekComTxReqCallbackSTG_PLM,NULL,&
hwfc); 
 
Donde OsekComRxNotifCallbackSTG_PLM es el callback que se ejecuta al actuar la ISR 
de recepción y OsekComTxReqCallbackSTG_PLM el callback que pide el request para el 
envío de tramas. Se marca como NULL el parámetro que debería aparecer como el 
callback de notificación para el envío de tramas, con lo que estamos asegurando que no 
trabajaremos con la notificación, sino que directamente se hace el request. 
 
 Cuando desde la ISO 15765 2 se quiere enviar datos, se ejecuta NP_CAN_TX_REQ 
(NpCanTxPhyReqplm_diag_tx_phy), enlace de la función en mayúsculas usada en la 
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ISO con la función en minúsculas definida en el OSEK COM, como podemos ver en el 
Diagrama 9: Funciones y variables en transmisión. En esta función, se levanta el flag de 
petición de Tx flag_tx_phy_req_frm_can_np y se realiza un CanTxRequest(), que 
hace saltar la interrupción CanRsiTx()(en el diagrama aparece con una flecha en rojo 
difusa para indicar que no se ejecuta la interrupción, sino que el micro la genera 
automáticamente), se prepara para enviar datos y a su vez ejecuta el callback de la capa 
superior OsekComTxReqCallbackSTG_PLM, donde ya por fin, se verifica el flag 
comentado de petición de Tx y se ejecuta CanTx() con los datos almacenados en 
NP_CAN_TX_REQ en la ISO 15765 2, que se replican en frm_can_np_tx_phy_data en el 
OSEK. De esta forma, se bypasa la capa OSEK desde la ISO 15765 2 hacia la capa HAL 
del CAN. 
 
5.1.1.2. ISO 15765 2 
 
La implementación de esta capa se basa en una versión anterior utilizada por 
Ficosa International S.A. El desarrollo expuesto aquí hace referencia a los bloques 
diseñados y/o modificados por mí. 
 
Esta capa de red será gestionada en todo momento, ejecutando cíclicamente en el 
bucle principal (se comprobará en el apartado 5.1.3.3) la función Iso15765_2Task(). En 
ella, se verifica la longitud de trama a enviar/recibir, parámetro de configuración de 
Iso_15765_2_CFG.h llamado NP_MAX_FRM_SIZE. Si es mayor o menor que 7, 
definido como longitud máxima de single frame, se discernirá entre 3 tipos de funciones 
a gestionar diferentes, divididas en 2 grupos : 
Iso15765_2_Rx_Full(); 
Iso15765_2_Tx_Full(); 
Iso15765_2_Rx_Lite(); 
Iso15765_2_Tx_Lite(); 
Iso15765_2_RxFun_Full();          Iso15765_2_RxFun_Lite(); 
 
La primera columna hace referencia a transferencias de información de más de un 
frame y la segunda a transferencias de un frame. En el desarrollo tanto de la aplicación 
para el coche como del diagnóstico EOL, la longitud de trama fue  Single Frame, pero 
para el bootloader, y por optimizar la velocidad de descarga, se optó por transferencia 
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multiframe, la cantidad de datos a enviar era mucho mayor, mientras que para aplicación, 
un sólo frame contiene la información necesaria para gestionar la instrucción más 
compleja. 
 
 
Diagrama 10: Flujo de programa Rx_Lite 
 
 
Todas ellas son máquinas de estados independientes. Si se configura el sistema 
para single frame (nuestro caso), se ejecutarán las máquinas de estado _Lite en ese orden 
al llamar la ISO 2 task. La primera de ellas (Rx) tiene un único estado, tras inicialización,  
se verifica que la trama sea SF (singleframe) y si es así se ejecuta LeerSF(), función 
cuya finalidad es almacenar la trama recibida por el Osek en una estructura propia de la 
Iso 15765, donde se observa que el índice de la trama almacenada es una unidad menos 
que la trama recibida, debido a que el primer valor [0] que almacena la longitud, se trata 
con otra estructura: 
tp_frm.size =(cast)(NP_CAN_RX_DATA[0] & Mascara))); 
tp_frm.data_rx[n-1] = NP_CAN_RX_DATA[n]; 
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Diagrama 11: Flujo de programa Tx_lite 
 
En el caso de la segunda, Tx_Lite, la máquina de estados se desenvuelve entre 2 
estados: Inicio y ConfirmaTx. De esta forma, cuando desde capas superiores se requiere 
una transmisión se marca NP_CAN_TX_REQ=TRUE, indicando el request. Tras 
verificarlo, se ejecuta EnviaSf() para sinlge frame, que básicamente realiza la operación 
inversa a LeerSf(), almacenando en la posición [0] la longitud de trama. Una vez 
realizado, se salta al estado ConfirmaTx(), donde el sistema primero espera el 
acknowledge de transmisión. Si lo recibe, se vuelve al estado inicial, sino, mientras no 
salte el timeout se espera confirmación de transmisión. 
 
 
 
5.1.1.3. ISO 15765 3 
 
Como aparece descrito en el diagrama de la especificación ISO, esta capa es la 
encargada de gestionar el diagnóstico sobre CAN, esto es, establecer las rutinas de 
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recepción y envío de tramas CAN de diagnóstico. Sobre este esqueleto se situarán las 
propias acciones UDS en la capa superior.  
 
Figura 11: Capas 2 y 3 de la ISO 
 
De nuevo, se observa en el funcionamiento del bucle principal la llamada a la 
función Iso15765_3Task() cuya estructura se pasa a detallar. 
 
Previa inicialización de todas las máquinas de estados disponibles en esta capa 
(InicialitzaIso15765_3Task,  UDSSessionCtrlTaskInicialitza) al ejecutar la tarea de ISO 
15765_3, en este caso (para otros proyectos se ejecutan otras máquinas de estados 
adicionales como puedan ser EcuResetTask y SecurityAccessTask) lo que realmente se 
actualiza son los estados de las FSM Iso15765_3_RequestRespondCtrl() y 
UDSSessionCtrlTask().  La primera de ellas es la principal de esta capa y hace 
referencia a la gestión de peticiones (request) y envíos (respond),  mientras que la 
segunda mantiene en todo momento controlada la sesión activa del sistema. En este caso, 
las dos FSM son versiones actualizadas de un proyecto anterior, implementándose así de 
nuevo para aumentar compatibilidades de software. 
 
- Iso15765_3_RequestRespondCtrl(): 
Como se observará en el Diagrama 12: FSM Request Respond esta 
máquina de estados consta de 4 estados. El primero de ellos y al que se llega 
desde el Reset, es WaitingRequest, del que se sale con sólo recibir una petición 
(TP_FRM_RX_IN_PRG). Una vez recibida, se salta a RequestInProgress. Si se 
confirma la petición (TP_FRM_RX_NOTIF) se salta de nuevo a Responding, 
estado en el que se intenta responder a la PC tool. En dicho salto, se ejecuta 
Iso15765_3Servicios(void) a comentar posteriormente.  
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Dependiendo del request, como se verá en los servicios UDS, será 
necesario enviar tramas de petición de tiempo extra. De esta forma, si desde la 
capa UDS la petición se marca como petición con tiempo extra, se genera un salto 
a ExtTimeRespond, estado en el cual, se envían tramas CAN con el mensaje 
UDS_ERR_RESPONSE_PENDING siempre y cuando vayan ocurriendo 
overflows en un contador cargado con el tiempo extra definido P2_EXT_MAX y 
no se reciba orden de pending_response_mode=false. Una vez ocurra esto, se 
marca a false la opción time_extra mientras se salta a Responding y finalmente se 
envía la respuesta recibida desde UDS en el camino hacia el estado inicial 
WaitingRequest. 
 
Cuando accedemos al estado Responding se realiza la llamada a la función 
Iso15765_3Servicios(void) . En esta función, se decodifica la trama obtenida 
verificando el servicio en petición. Cabe destacar, que están implementados los 
tratamientos a todos los servicios existentes en la especificación UDS, esto es: 
verificación del tamaño de trama (heredada de la capa ISO 15765 2 como 
tp_frm.size), supresión de respuesta al cliente PC (mediante una macro, 
SET_POS_RESP_SUPRESS_FLAG, se analiza el servicio adquirido, ya que según la 
especificación UDS, el bit MSB del byte de Identificador de Servicio indicará la 
necesidad de envío de respuesta) y los callbacks a la propia implementación de la 
capa UDS superior. 
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Diagrama 12: FSM Request Respond 
 
En este caso, no se necesitan todos los servicios activos, con lo que la 
estrategia decidida fue utilizar un archivo de configuración UDS en el que 
mediante #defines se enlazan los servicios UDS en mayúsculas utilizados en 
capa ISO 3 con los minúsculas en capa UDS. De esta forma, a la hora de atender 
la función Iso15765_3Servicios(void) se coloca la sentencia de 
preprocesador #ifdef seguida del nombre de servicio para así eliminar de la 
compilación los servicios no utilizados, e.g.: 
En ISO_3_CFG.h: 
#define UDS_SERVICE_WRITE_DATA_BY_IDENTIFIER   
#define UDS_SERVICE_WRITE_DATA_BY_IDENTIFIER_CALLBACK(callback) 
En ISO_3_Funcions.c: 
#ifdef UDS_SERVICE_WRITE_DATA_BY_IDENTIFIER 
Case UDS_WRITE_DATA_BY_IDENTIFIER  {…}        
#endif 
 
- UDSSessionCtrlTask(): 
Asimismo, y como ya se ha comentado con anterioridad, el sistema trabaja 
con un modelo de gestión de sesiones activas, definidas en la especificación UDS 
de Daimler 
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Diagrama 13: Gestión de sesiones 
 
 Para ello, se generó una máquina de estados similar a la propuesta en la 
especificación UDS del Diagrama 133, de tal forma que siempre que se pida un 
cambio de sesión, aunque sea a la misma sesión, debe atenderse y cambiar o 
recargar la misma. De este modo se tendrán 3 posible sesiones: por defecto, 
diagnóstico y programación. 
 
 Esto se consigue a traves de la capa ISO 3, con la función 
Iso15765_3ChangeActiveSession(session_change), donde session_change es 
el ID de la sesión a la cual se desea cambiar. Al ser la máquina de estados sólo 
discerniente entre sesión por defecto y no defecto, en 
Iso15765_3ChangeActiveSession se crea una variable, que será la que haga 
saltar de un estado a otro dependiendo de si hay cambio de sesión o no.  
 
 El flujo de cambio de sesión queda como sigue: tras ejecutar 
Iso15765_3Servicios(void) en la máquina de estados anterior, decodificar la 
petición UDS y asegurar que corresponde a un cambio de sesión, se llama a 
UDServiceSessionCtrl(service_subfunction), función necesaria para 
gestionar la sesión de diagnóstico activa. En ella, primeramente, se colocan las 
tramas en la posición correcta para el envío de respuesta positiva/negativa al PC, 
(incluyendo la respuesta P2_MAX y P2_EXT_MAX a ver en el apartado 
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siguiente) . Pero antes de enviar la respuesta se informa a la máquina de estados 
UDSSessionCtrlTask() de la necesidad de cambio de sesión mediante la 
llamada a Iso15765_3ChangeActiveSession(session) con session como 
parámetro indicador de la nueva sesión a saltar. 
 
 Una vez en ella, a través de una máscara y una comparación 
(session & UDS_SUBFUNCTION_MASK) != ISO15765_3_DEFAULT_SESSION 
se verifica que la sesión pedida no es default y se marca 
session_request=SESSION_NOT_DEFAULT, en caso contrario 
session_request=SESSION_DEFAULT 
 
 
Diagrama 14: Máquina de estados SessionControl 
 
  
 
 
De este modo esa variable, sea la misma sesión o cambie, se comprobará ya en el 
ciclo de la máquina de estados de cambio de sesión. En cada estado, la única condición 
de cambio de sesión depende del estado de esta variable. Si se ha solicitado un cambio de 
sesión (aunque realmente sea una recarga de sesión) se salta al otro estado y se deja la 
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variable como session_request=SESSION_NO _REQUEST. Provocando que al verificar el 
estado cada ciclo de programa se mantenga en el mismo si no se ha seleccionado cambio 
de sesión. La única diferencia radica en que en el estado NON_DEFAULT, se activa un 
contador que se refrescará gracias a un servicio UDS para mantener el sistema en p. ej. 
diagnóstico (Tester Present, a consultar en 5.1.1.4) mientras no se salga ex-profeso de la 
sesión. En otro caso, la sesión expirará con el ovarlo del contador. 
 
 Siempre que exista cambio de sesión, existirá SessionIsChanging(), que 
básicamente enlazará con la llamada a un callback ya de la capa UDS 
(UdsIniSessionCallback(), ver 5.1.1.4.1) cuya finalidad es decodificar la sesión 
activa tras el cambio y ejecutar el primer código correspondiente a cada sesión. En 
nuestro caso, como ya se comentara en su sección, sólo interesa ejecutar código para la 
sesión de programación por el momento, pero siempre queda abierta la posible 
configuración dentro de las ramas del switch correspondiente (p.ej., puede interesar 
activar y desactivar el mirror mode al entrar o salir respectivamente de aplicación y 
diagnóstico, y es en este lugar donde se puede colocar la rutina). 
 
Para finalizar una petición de diagnóstico, la capa UDS superior enviará 
Iso15765_3SendResponse(response) con el tipo de respuesta,  y los parámetros 
requeridos, almacenándose en una estructura a la que tiene acceso la capa ISO 2 y 
marcando NP_CAN_TX_REQ=TRUE para que se gestione en la máquina de estado de la 
capa ISO 2 Tx_lite(); 
 
5.1.1.4.UDS (Unified Diagnostic Services) 
 
A modo de introducción, ya se ha comentado en el apartado 5.1.1 la estructura de 
los mensajes UDS. Lo que se va a exponer aquí son los servicios UDS activos en este 
sistema. 
 
5.1.1.4.1. UDS_SERVICE_SESSION_CONTROL 
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Mensaje enviado por el cliente (PC) al servidor (sistema embedded) tan pronto 
como el cliente intente activar la sesión de diagnóstico en el servidor, volver a la sesión 
por defecto o cambiar a sesión de programación (y salto a bootloader).  
 
Para el primer caso, debe de ser el primer mensaje que envíe el cliente, debido a 
que si se envía cualquier otro mensaje de diagnóstico y la sesión activa en ese momento 
no lo es, se retorna un mensaje de error al cliente. La PC tool deberá esperar una 
respuesta positiva o negativa para saber si se ha saltado correctamente de sesión. 
 
-------------------------------------------------------------------------------- 
   Time  |   Channel   | Dir |     Id     |   Data           
-------------------------------------------------------------------------------- 
    7.831           CAN    Rx        610  02 10 40  
    7.846           CAN    Rx        611  06 50 40 00 14 00 C8 
 
Figura 12: Log Cambio a session de diagnóstico 
 
Como observamos en la Figura 12, obtenida con un programa de captura de 
tramas CAN, se tiene que el cliente definido como 0x610 envía una trama de 02 bytes 
compuesta por 0x10 como identificador del servicio UDS de cambio de sesión y 0x40 
que hace referencia a la sesión que se quiere saltar. Como respuesta, el servidor 0x611 
envía una trama de 6 bytes, sumando 0x40 al ID y 2 parámetros más de 16 bits: 0x0014 
(20d, P2_MAX) y 0x00C8 (200d, P2_EXT_MAX) que serán los milisegundos máximos 
a esperar para responder una petición dentro de esa sesión y los milisegundos máximos a 
esperar entre un UDS_ERR_RESPONSE_PENDING y la siguiente respuesta, a saber: el 
primer valor es simplemente una medida estimada de lo que debería tardar en responder 
un servicio corriente, en cambio, se dispondrá de otros servicios que tardarán mucho más 
que el máximo de 20 ms y para ello se establece una estrategia de petición de ampliación 
de tiempo mediante el envío de UDS_ERR_RESPONSE_PENDING. Es un tipo de 
respuesta negativa (0x7F y tipo 0x78 en Figura 13) que se envía periódicamente hasta 
que el servicio no ha finalizado, momento en el cual se envía la respuesta positiva (será 
comentado en el apartado siguiente debido a su uso en el servicio de escritura en 
FLASH). 
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-------------------------------------------------------------------------------- 
   Time  |   Channel   | Dir |     Id     |   Data           
-------------------------------------------------------------------------------- 
                             CAN    Rx        611  03 7F XX 78  
 
Figura 13: Log response pending 
 
Según lo explicado anteriormente, es una máquina de estados la que gestiona las 
sesiones del sistema, pero esta máquina de estados depende única y exclusivamente de 
éste servicio UDS. A partir de Iso15765_3Servicios(void) se decodifica el servicio 
solicitado, y se ejecuta la función UDServiceSessionCtrl(UI_8 session). Este 
proceso ya ha sido comentado en el apartado anterior. Una vez realizado el cambio en la 
máquina de estados, existe un callback más que se ejecuta en cada estado cuando se 
acepta el cambio de sesión, UdsIniSessionCallback(). Como las sesiones son una 
mera condición informativa (es cierto que se restringe el acceso a los servicios de 
diagnóstico desde otra sesión, pero el funcionamiento restante es similar), excepto la 
sesión de Programación 0x02, es en la ejecución de este callback donde se sitúa el código 
a ejecutar para poder programar una nueva aplicación cuando estamos haciendo correr 
una antigua: primero se marca un flag compartido con el bootloader para indicar que se 
arranca en sesión de programación, luego se para la actividad del CAN con 
CanOffLine() y por último se ejecuta el soft reset MicroReset()implementado en la 
capa HAL. 
 
Además, en la última versión del proyecto, añadí unas rutinas nuevas a realizar en 
sesión de diagnóstico: La primera de ellas es una acción para desactivar la interrupción 
externa, y la segunda, la correcta muestra de la imagen (unmirrored) en relación a la 
imagen tipo espejo necesaria para mantener las referencias en conducción. La 
desactivación de la interrupción externa viene de la necesidad de monitorizar los tiempos 
de blanking del sensor, para poder enviarle mensajes I2C sin interrumpir la salida de 
vídeo y tiempos de cálculo del propio sensor (recomendación verificada del fabricante). 
Así, monitorizando la señal Vsync del sensor y haciendo que genere una interrupción, 
escribiremos en aplicación sin problema. Ahora bien, para el caso del diagnóstico no es 
una situación crítica, es más, en los servicios relacionados con escritura/lectura en flash 
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supuso un gran problema, con lo que, se decidió por la desactivación de la interrupción 
externa en diagnóstico. 
Teniendo en cuenta que el diagnóstico EOL se realiza una vez al finalizar la 
producción y montaje en cadena del sistema, aunque no se colocaran los parámetros 
configurados diferentes para esta sesión de nuevo al volver a defecto, tampoco sería 
crítico puesto que antes de ir colocado en un coche, se va a desconectar el sistema y 
autogenerar un reset, en el que los valores por defecto serán de nuevo cargados. 
 
 
Diagrama 15: Flujo de IniSessionCallback 
 
 
Para finalizar, al cambiar a otra sesión diferente de la de diagnóstico, en el campo 
de ID de sesión se colocará 0x01 para sesión por defecto y 0x02 para programación. 
 
 
5.1.1.4.2. UDS_SERVICE_WRITE_DATA_BY_IDENTIFIER 
 
Este servicio genérico encierra todas las acciones a tomar dentro del diagnóstico 
de fin de línea. La estructura de trama es conocida de apartados anteriores, con la 
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salvedad de que el identificador de servicio es el 0x2E (por lo tanto 0x6E para la 
respuesta positiva). Siguiendo lo comentado en el servicio anterior, desde la capa ISO 3 
se ejecuta el callback WriteDataByID_Test_EOF_Callback (UI_8 id_high, UI_8 
id_low, UI_8* data_buffer, UI_16 size_data) teniendo como parámetros la ID 
de diagnóstico (dividida en dos bytes), el dato a tratar y el tamaño del dato 
respectivamente. Cabe recalcar que las IDs de diagnóstico son IDs pertenecientes a la ID 
de servicio 0x2E, esto es, una vez decodificado el servicio en capa ISO3 cada ID es un 
diagnóstico distinto dentro de WriteDataByIdentifier y por tanto se tratan como tal en la 
capa UDS. En las figuras siguientes, debido a la confidencialidad necesaria, los ID 
aparecerán como IDXX ocupando los bytes 2 y 3: 
- ANALOG_VIDEO_OUTPUT_CHAIN_ID: Este mensaje se usa para indicar al 
servidor que el cliente quiere encender o apagar el sensor de imagen para sacar 
información de vídeo y poder analizarla.  
 
 
-------------------------------------------------------------------------------- 
   Time  |   Channel   | Dir |     Id     |   Data           
-------------------------------------------------------------------------------- 
    9.444           CAN    Rx        610  04 2E ID 01 01  
    9.458           CAN    Rx        611  04 6E ID 01 01 
Figura 14:  Enable video 
 
Tras el ID correspondiente al servicio, se envía el dato, que en este caso 
podrá ser 0x00 o 0x01, siendo encendido y apagado del sensor respectivamente 
 
- TEST_PATTERN_COLOR_BAR_ID: Mensaje de activación del test pattern 
proveniente del sensor. Consiste en la aparición en la señal de vídeo de unas 
barras de colores superpuestas a la imagen original. EL encendido y apagado es 
similar al caso anterior. 
 
-------------------------------------------------------------------------------- 
   Time  |   Channel   | Dir |     Id     |   Data           
-------------------------------------------------------------------------------- 
              10.220           CAN    Rx        610  04 2E ID 02 01  
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              10.232           CAN    Rx        611  04 6E ID 02 01 
Figura 15: Enable Test Pattern 
 
- DIAGNOSTIC_OVERLAY_VISUALIZATION_ID: Con este mensaje de 
diagnóstico se consigue la activación o no del overlays superpuesto a la imagen. 
Hay que tener en cuenta que este overlay será distinto a los que se utilizarán en la 
aplicación, debido a que para la calibración al final de línea, los overlays de 
conducción no proporcionan ninguna información adicional, hay que seleccionar 
otro overlay. 
 
-------------------------------------------------------------------------------- 
   Time  |   Channel   | Dir |     Id     |   Data           
-------------------------------------------------------------------------------- 
              12.884           CAN    Rx        610  04 2E ID 03 01  
              12.898           CAN    Rx        611  04 6E ID 03 01 
Figura 16: Enable OV visualization 
 
- IMG_WINDOWING_VERTICAL_(HORIZONTAL)_OFFSET_ID: Son dos 
mensajes de diagnóstico de movimiento de la imagen, concretamente el de 
movimiento vertical y horizontal. Con estos mensajes se intenta ajustar la imagen 
en la salida de video, ya sea PAL o NTSC, de forma que la imagen obtenida esté 
centrada en el monitor. Intentan corregir posibles errores tras someter al sensor de 
imagen (como a toda la placa) al horno, ya que puede suceder que se desplace de 
su posición original décimas de milímetro, y su situación está pensada 
estratégicamente junto con la lente que llevará encima. La estrategia utilizada se 
comentará un poco más adelante, pero para visualizar el funcionamiento, se basa 
en el uso de contadores ya que por especificación del sensor es necesario mover la 
imagen pixel a pixel  en filas y columnas (realmente cada dos píxeles para no 
cometer un defecto en el Bayer Pattern). Por ello, se decidió utilizar los valores 
0x01 y 0xFF para poder actualizar directamente en complemento a 2 los 
contadores. 
 
-------------------------------------------------------------------------------- 
   Time  |   Channel   | Dir |     Id     |   Data           
-------------------------------------------------------------------------------- 
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       18.775           CAN    Rx        610  04 2E ID 04 FF  
       18.788           CAN    Rx        611  04 6E ID 04 FF 
       19.601           CAN    Rx        610  04 2E ID 05 01  
       19.611           CAN    Rx        611  04 6E ID 05 01 
Figura 17: Move down, move right image 
 
- OVERLAY_OFFSET_VERTICAL_(HORIZONTAL)_OFFSET_ID: De nuevo, 
se trata de dos mensajes de diagnóstico destinados a la visualización de la imagen, 
pero esta vez con el overlay de diagnosis superpuesto, es decir, para su correcto 
funcionamiento antes debe haber sido activada la visualización del overlay 
mediante DIAGNOSTIC_OVERLAY_VISUALIZATION_ID. El motivo es el 
mismo del servicio anterior, esta vez, habrá que ajustar la posición del overlay 
respecto de la imagen obtenida para la correcta visualización a posteriori de los  
 
 
Figura 18: Posicionamiento del overlay 
 
 
overlays de conducción. El movimiento se generará de nuevo por medio de 
contadores de manera similar al servicio anterior con una salvedad, en el caso 
anterior el posicionamiento de la imagen partía de una posición fijada en el 
formato PAL en la esquina superior izquierda (0,0), de forma que sólo se podía 
mover la imagen hacia abajo y hacia la derecha (en otro sentido el sensor corta la 
señal de imagen ya que no existe un valor de posición negativa correspondiente 
con la imagen). Ahora tenemos un overlay que puede tomar posiciones positivas y 
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negativas respecto de la imagen original (ver Figura 18), lo que llevará a una 
corrección de signo y magnitud que se comentará más adelante. 
-------------------------------------------------------------------------------- 
   Time  |   Channel   | Dir |     Id     |   Data           
-------------------------------------------------------------------------------- 
       13.567           CAN    Rx        610  04 2E ID 05 01  
       13.582           CAN    Rx        611  04 6E ID 05 01  
       15.559           CAN    Rx        610  04 2E ID 06 FF  
       15.573           CAN    Rx        611  04 6E ID 06 FF  
Figura 19: Move down, move left overlay 
 
- CHECK_SPI_MEMORY_ID: Una de los elementos más importantes en el 
sistema es la memoria Flash SPI, con lo que es necesaria la comprobación del 
correcto funcionamiento de la misma. Es de recordar que en esta memoria es 
donde se graban todos los overlays a usar por el sensor en modo aparcamiento. El 
método usado para comprobar la SPI es, sabiendo las características de modelo, 
fabricante y capacidad, y teniendo en cuenta que estas se alojan en las primeras 
posiciones de la memoria, la lectura directa de estos valores por el 
microcontrolador. Se comprueban y se responde al PC tool si los valores leídos 
corresponden con los teóricos mediante el uso de respuesta positiva y negativa 
UDS. De esta forma se comprueba tanto la integridad de la memoria como de las 
líneas de comunicación. En este servicio se requerirá el uso de 
UDS_ERR_RESPONSE_PENDING ya que las transmisiones SPI necesitan más 
tiempo que el establecido en P2. 
-------------------------------------------------------------------------------- 
   Time  |   Channel   | Dir |     Id     |   Data           
-------------------------------------------------------------------------------- 
        4.857           CAN    Rx        610  04 2E ID 07 00  
         4.897           CAN    Rx        611  03 7F 2E 78  
         4.982           CAN    Rx        611  04 6E ID 07 00 
Figura 20: Check SPI sequence 
 
 
- FLASH_OFFSET_VALUES_ID: Función utilizada tras toda la sesión de 
diagnóstico que se utiliza para guardar todos los valores actualizados de posición 
de imagen y overlay en la memoria SPI. De esta forma ya en conducción, y 
teniendo en cuenta que tras una inicialización del sistema el sensor siempre lee los 
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parámetros de configuración iniciales de la SPI, ya estarán grabados los valores 
correctos desde el fin de línea, siendo siempre los mismos. Este servicio 
necesitará el chequeo previo de la SPI y el posicionamiento correcto del sensor y 
overlays. De nuevo será necesario el uso de UDS_ERR_RESPONSE_PENDING. 
-------------------------------------------------------------------------------- 
   Time  |   Channel   | Dir |     Id     |   Data           
-------------------------------------------------------------------------------- 
        7.659           CAN    Rx        610  04 2E ID 08 00  
         7.699           CAN    Rx        611  03 7F 2E 78  
         7.784           CAN    Rx        611  04 6E ID 08 00 
Figura 21:Flash Offset Values Sequence 
 
 
 
 
 
5.1.1.4.3. CAN_TESTER_PRESENT 
 
Se trata de un servicio UDS necesario para mantener la sesión de diagnóstico, 
debido a que el servidor está realizando tareas de diagnóstico y todavía no se le ha 
indicado que cambie de sesión. Este servicio se implementa en el lado del PC tool 
mediante un temporizador que cada overflow envía un request al servidor. El tiempo 
recomendado/mínimo es de 2000 ms/ 4000 ms, y el tiempo que el servidor permanece en 
sesión de diagnóstico si desde el PC client no se refresca es de 5000 ms. Asimismo, el 
envío de otros request de diagnóstico (con menos de 2000 ms de diferencia) provocan un 
reset del temporizador interno del PC client, con lo que no se envía el Tester Present, el 
servidor mientras reciba estos request tampoco cambia de sesión. 
-------------------------------------------------------------------------------- 
   Time  |   Channel   | Dir |     Id     |   Data           
-------------------------------------------------------------------------------- 
      21.359           CAN    Rx        610  02 3E 80  
Figura 22:Tester present sequence 
 
 
5.1.1.5. Proceso de diagnóstico completo 
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El proceso de diagnóstico comienza con el cambio de sesión comentado 
anteriormente. Una vez admitido el cambio de sesión por la ISO 3 y UDS, ya se puede 
comenzar con la tarea de diagnóstico.  
 
Al recibir el callback WriteDataByID_Test_EOF_Callback(), y antes de 
decodificar por ID, se realiza un chequeo de sesión mediante 
Iso15765_3QueryActiveSession() implementada en ISO 3, que devuelve el valor en 
hexadecimal de la sesión. Si es el valor de sesión de diagnóstico se continúa, sino se 
devuelve un error UDS del tipo UDS_ERR_SECURITY_ACCESS_DENIED. Acto 
seguido se verifica el tamaño del buffer de datos que se ha pasado como parámetro, en el 
caso de que no sea el esperado se devuelve UDS_ERR_REQUEST_OUT_OF_RANGE. 
La última comprobación antes de la decodificación del ID es si dato obtenido se 
corresponde con un valor esperado, que puede ser 0x00, 0x01 y 0xFF según el ID. Si 
contiene otro valor se devuelve UDS_ERR_CONDITIONS_NOT_CORRECT. 
 
Una vez chequeada la no existencia de errores, se accede a la decodificación del 
ID. De esta forma se da paso a todos los servicios de diagnóstico mediante un switch(ID). 
Dentro de los posibles servicios se diferencia entre servicios ON/OFF, tipo contador y 
Flash. 
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Diagrama 16: Flujo de servicio de diagnóstico 
 
- Servicios ON/OFF: Serán los servicios de salida de video, activación del 
TestPattern y activación del overlay de diagnóstico. En todos ellos se ejecuta la 
función Write_and_Update(t_wdbi_ID ID, SI_8 value) pasándole ID y 
buffer de datos (signed porque lo usamos siempre en Ca2). Esta función es la 
encargada de utilizar los recursos I2C necesarios para escribir en el sensor, así 
como actualizar el vector de parámetros de posicionamiento de imagen y overlay 
que se alojarán en la Flash. Dentro de esa función, y para escribir en los registros 
del sensor mediante I2C se usa ImagerWriteRegister() indicando como 
parámetros dirección del registro y valor a escribir. De esta forma, la dirección 
obtenida del datasheet del fabricante del sensor está almacenada como un #define 
y el valor a escribir es SI_8 value . Pero para mantener el valor anterior del 
registro, ya que, solamente queremos modificar un bit del registro de 1 byte, 
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actuamos ejecutando una OR lógica del valor por defecto del registro del sensor y 
el valor adquirido. Esta estrategia servirá también para escribir el signo de la 
posición del overlay más adelante. En el caso de la activación del overlay, habrá 
que realizar 2 escrituras ya que primero hay que seleccionar el overlay a mostrar y 
la capa (LAYER0_INDEX_LOW_ADD, 0x02 siendo el primer valor la dirección 
del registro que apunta al overlay a mostrar y 0x02 el overlay 2) y después la 
correspondiente activación escribiendo el valor (0x01) en el registro: 
ImagerWriteRegister(OSD_CTRL0A_ADD,(OSD_CTRL0A_default + value)) 
 
- Servicios tipo contador, como los de movimiento de ventana horizontal y vertical, 
así como movimiento del overlay en los dos ejes. Estos servicios necesitarán el 
guardado de los parámetros que modifican en un vector, ya que serán necesarios 
en la inicialización del sensor una vez colocado en el vehículo. Para ello, todos 
estos servicios antes de llamar a ImagerWriteRegister previamente ejecutan 
ParameterWrite(ID, value), que actualizará los valores en un vector de 6 
posiciones parameters[id], siendo id: 
#define WINDOW_VERTICAL_ID                           (0)      
#define WINDOW_HORIZONTAL_ID                         (1)      
#define OV_OFFSET_VERTICAL_ID                        (2)      
#define OV_OFFSET_HORIZONTAL_ID                      (3) 
#define OV_OFFSET_VERTICAL_SIGN_ID                   (4) 
#define OV_OFFSET_HORIZONTAL_SIGN_ID                 (5) 
 
Ahora bien, si se trata de movimiento del overlay, puede observarse según 
lo anterior comentado que se tendrá que actuar en varias tandas. Tomando por 
ejemplo un movimiento en el eje vertical del overlay, primero de todo se deberá 
verificar el signo. Se aplica una máscara al valor (NEGATIVE_MASK)&(value) 
para luego almacenarlo en una variable que se escribirá en la dirección del 
registro correspondiente del sensor (usando default+valor). Por otro lado, se  
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Diagrama 17: Secuencia Write_and_update 
 
 
ejecuta la función complement_correction(value) para obtener el valor 
absoluto del contador (en el caso de que el signo haya salido negativo al aplicar la 
máscara), y de esta forma, escribir por separado y en dos tandas el signo y el 
valor. 
  
Como último apunte, cabe recalcar que los movimientos de la imagen es 
necesario ejecutarlos de 2 en 2 tanto en filas como en columnas, debido al filtro 
Bayer Pattern usado por el sensor. Como se observa en la Figura 23, los pixeles 
en el sensor se disponen de manera que la cantidad de píxeles verdes (es el color 
que mejor capta el ser humano) son igual a la suma de rojos y azules. Y se 
disponen de tal forma que  un pixel rojo o azul siempre está rodeado de verdes, 
esto sólo es posible si se alternas filas y columnas con verde-rojo-verde y azul-
rojo-azul. De este modo, si se modificara una línea o una columna, el patrón 
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quedaría descompensado y el resultado es una imagen distorsionada en color. 
Solución: mover filas y columnas de par en par o de impar en impar. 
 
Figura 23: Bayer Pattern Layout 
 
- Servicios flash: hace referencia a tres servicios de acceso a las flash, una externa y 
otra interna. El primero de ellos es CHECK_SPI_MEMORY_ID. Es un servicio 
que envía órdenes SPI a la memoria externa (lectura) y retorna los valores de 
capacidad, modelo y fabricante. De esta forma se comprueba el estado de la 
memoria y conexiones. Se gestiona por medio de callbacks desde el propio 
servicio de atención UDS WriteDataByID_Test_EOF_Callback(), ejecutando 
TestExtFlash() (previamente se libera el control del sensor de imagen sobre la 
memoria desactivándolo, EN_OV=0).  
 
Esta función, estará redefinida en el archivo de Test SPI correspondiente 
como SpiTxRequest(), función esta sí, correspondiente a la capa HAL del 
periférico SPI. Ésta lo que hará es activar la interrupción de buffer hardware de 
salida libre y dicha interrupción hará saltar el callback correspondiente, 
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SpiTxCallback(). Una vez en el callback se realiza el envío de instrucción de 
lectura 4 veces secuencialmente (la primera es para iniciar secuencia de lectura), 
encadenándose con el callback de  recepción SpiRxCallback() por medio de un 
flag que indica el número de byte. 
 
Diagrama 18: Servicio Check Spi Memory 
 
Esto se realiza mediante la definición del callback como un booleano, ya 
que, mientras byte number  < 2 la función devolverá TRUE: al saltar la 
interrupción con el primer TxRequest(), se verifica en capa HAL si ha sido la 
parte de recepción la causante y acto seguido si hay transmisiones pendientes. La 
primera vez, se observa que hay bytes por transmitir, luego ejecuta el callback de 
Tx. Al recibir, vuelve a saltar la RSI, que ejecuta el callback Rx, continua y 
observa que hay tramas Tx por enviar. Los envía, y así sucesivamente. 
Cabe recalcar, que para no sobrepasar el tiempo de respuesta UDS hay que 
enviar UDS_ERR_RESPONSE_PENDING como petición de más tiempo. Una 
vez terminado el envío de información, se ejecuta SPITestCallback() donde se 
verifica por medio de la función TestExtFlashQueryTest(), spi_data[1] == 
MANUFACTURER_ID,  spi_data[2] == MEMORY_TYPE  y  spi_data[3] == 
MEMORY_CAPACITY. Si el resultado es TEST_OK o TEST_NOK y se reporta por UDS 
mediante los mensajes definidos en el Diagrama 19.  
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Diagrama 19: Arquitectura Check SPI por Callbacks 
 
 
Los otros dos servicios restantes son FLASH_OFFSET_VALUES y 
FLASH_RESET_VALUES.  El segundo de ellos se utiliza toda vez que sea 
necesario borrar la página flash donde se encuentran los parámetros de 
configuración del sistema en el EOL. Se recuerda que la memoria flash se 
organiza en páginas, y es de extrema utilidad el hecho de que puedan borrarse 
páginas seleccionadas en la actualización de la aplicación a través del bootloader, 
debido a que, de esta forma, y mediante la configuración del PC tool de download 
para indicarle que la aplicación solamente llega hasta el byte anterior a la página 
de parámetros, se salvaguarda la configuración del sistema dando libertad a 
cualquier tipo de reprogramación de la aplicación. Por otro, lado, puede ser 
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conveniente borrar la página de parámetros en EOL, con lo que hay que 
implementar una rutina de borrado. 
 
 
Diagrama 20: Servicios Flash Reset Values y Flash Offset Values 
 
 
Las rutinas de borrado y escritura de la flash corresponden a la capa HAL, 
luego se omite su explicación en el espectro de este proyecto. Pero sí se explicará 
su uso y llamadas. Como se observa en el Diagrama 20, los dos servicios de flash 
utilizan recursos comunes, aunque sus llamadas sean distintas.  
Ambos dos servicios utilizan la petición de tiempo extra UDS, como en el 
caso anterior, de modo que las ramas laterales finalizan en response_pending. 
Esto es así gracias a que en mitad de la rama se ejecuta FlashEraseStart 
(t_addr ini_page, t_addr end_page, void (* notif callback)(void)), 
rutina flash gestionada en HAL y que funciona mediante ciclos de programa. De 
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esta forma, se libera al sistema de su seguimiento software y se puede seguir con 
la rutina principal, que en este caso llevará a ambos lados a response_pending. 
notif_callback será la rutina que llamará el servicio de borrado cuando este 
termine. En el caso de reset_values, se asocia a ProgramCallback() el cual por 
otro lado ejecutará el callback de fin de servicio flash 
FlashWriteEndCallback(), y ya este otro devolverá la respuesta positiva vía 
UDS. El camino de offset_values es similar a como se ve en el Diagrama 20, con 
la salvedad de que se implanta después del callback de borrado el callback de 
programación FlashProgStart(@flash,@ram, len, cb_notif) , nativo de 
HAL, donde se utilizan como parámetros la dirección donde deberá colocarse el 
vector de parámetros en Flash, la dirección de estos parámetros en tiempo de 
ejecución en RAM, longitud y callback de notificación. 
El uso de ChecksumCorrection() tiene su origen en la modificación del 
planning sobre el uso de la herramienta de APP_Cheksum ejecutada desde el 
bootloader. En un principio, el cheksum ejecutado leía esta página de parámetros 
borrada (0xFF), pero debido al uso de estos parámetros que deben quedarse fijos 
en memoria, el resultado daría diferente. La solución fue crear un factor de 
corrección del cheksum como sigue: Tenemos 512 posiciones con 0xFF 
0x200*0xFF = 0x1FE00 
Sabemos que el cheksum correcto es 255 o 0xFF, luego  
           Chk_App + Chk_parameter_page = 0xFF con lo que 
 Chk_parameter_page = 0x00 
Ahora bien, teniendo en cuenta los parámetros modificados ( n + 
cheksum_correction) se tendrá: 
 (UI_8)[0xFF*(0x200 –(n+1))]+(UI_8)[ chk_n] + chk_corr= 0x00 
Tomando, está claro, los 2 bytes de menor peso para obtener 0x00. De esta forma, 
si se modifica cualquier parámetro de esta página, el parámetro añadido 
cheksum_correction modifica el cheksum relativo para tener coherencia con la 
función de chequeo del Bootloader.  
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Como extensión a las funciones de diagnóstico, se implementó una última función 
con motivo de la lectura de los parámetros de calibración alojada en la FLASH. Mediante 
la especificación UDS de  Daimler, se adaptó uno de los servicios para éste propósito: 
Read Data By Identifier. De forma similar a cómo se utiliza la versión de escritura 
(WriteDataByIdentifier) se activó el uso en la capa ISO 3 y se le dio un nombre 
específico al callback:  
void ReadDataByID_Callback (UI_8 id_high, UI_8 id_low) 
 
Diagrama 21: ReadDataByID_Callback 
 
De esta forma, al recibir la petición, lo primero que se comprueba es que la sesión 
activa sea la sesión de diagnóstico, en caso contrario se enviará un mensaje de error. Una 
vez comprobado, se procede al almacenamiento del Identificador de parámetro. Para 
simplificar el tratamiento, se numeró con el mismo orden los parámetros almacenados en 
FLASH y los parámetros de la función ReadData, de tal forma que al ejecutar 
ParameterRead(ID) se accede a los parámetros de calibración directamente (sin necesidad 
de descodificar mediante un case). Un caso especial es la petición de la versión de 
aplicación, que no está almacenada como parámetro sino que es un #define precompilado. 
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Así, se envía o bien el valor del #define, o bien el valor de la posición del vector indicada 
por ID_high e ID_low (concatenando los parámetros del callback en un long de 16 bits, 
Get_ID). 
 
 Por otro lado, y para explicar cómo recibe el PC client la trama, comentar que 
tanto la rutina de escritura como de lectura ejecutan unas funciones al finalizar el servicio 
SendWDBIResponse(UI_8 response) y SendRDBIResponse(UI_8 response) 
respectivamente. Se les pasa como parámetro la respuesta de petición aceptada o 
rechazada (y la causa) y se rellenan los campos con los bytes correspondientes de 
Identificador de petición y subfunción en el caso de WDBI (un simple echo) e 
Identificador de petición y dato leído en el caso RDBI. Finalmente, se pasa a la capa 
inferior ejecutando Iso15765_3SendResponse(response) en ambos casos, parte ya 
comentada anteriormente. 
 
5.1.2. Capa de Servicios 
 
A partir de aquí se pasará a detallar los bloques de la capa de servicios que he 
implementado a lo largo de este proyecto. Esta capa es la encargada de llevar a cabo 
todas las funciones representativas del sistema. En ella estarán implementados 
procedimientos, máquinas de estado y funciones para gestionar comunicaciones con 
dispositivos externos e internos (a través de los correspondientes drivers de la capa 
HAL), implementar rutinas de actuación sobre interrupciones, monitorizaciones de 
eventos, ciclos de trabajo del propio micro y del sensor e incluso gestión de errores. 
También, servirá de nexo entre la propia capa de aplicación y los dispositivos del sistema, 
de forma que, desde un mismo ciclo de programa se puedan gestionar mediante llamadas 
de funciones en aplicación, diversas máquinas de estado de la capa de servicios. 
 
5.1.2.1. Parameters handling 
 
Este servicio ya fue comentado en 5.1.1.5, el proceso completo de envío y 
recepción de servicio UDS, en el que se observó que en los diagnósticos FLASH era 
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necesario un servicio en contacto directo con la capa HAL correspondiente. Pues bien, 
este servicio fue creado para tal fin, tras la verificación de su necesidad en la sesión de 
diagnóstico. De esta forma se manejan los parámetros de calibración que deberán ser 
cargados en el sensor cada vez que se conecte. 
  
 Además, nuevas funciones como la verificación de estado, grabado inicial, etc 
fueron implementadas. Se pasarán a detallar a continuación: 
 
- void ParametersInit( void ). Función desarrollada como inicialización del 
módulo, o realmente, inicialización de los parámetros de calibración del sensor. 
Esta función, ejecutada en el apartado de inicializaciones, realiza la carga en 
RAM de los valores guardados previamente en FLASH mediante la 
herramienta/sesión de diagnóstico. Fundamentalmente, y mediante un bucle for, 
se traspasa el contenido de un puntero definido en el espacio de memoria code 
que apunta a la dirección del primer parámetro, a la primera posición del vector 
de parámetros parameters[i] alojada en memoria RAM, con  0 < i < 
(NUMBER_OF_PARAMETERS-1). Esta función estará íntimamente relacionada 
con la siguiente. 
- void ParameterCycle( void ). Se trata de una función a gestionar en el ciclo 
main de aplicación, pero cuya finalidad a este alcance se sitúa a comienzos del 
power-on del sistema. De este modo aúna los parámetros leídos anteriormente con 
funciones propias de la comunicación I2C con el sensor. Servirá para grabar en el 
power-on del sistema los parámetros correctos de calibración en los registros del 
sensor. 
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Diagrama 22:ParameterCycle 
 
Lo primero de todo es verificar que el número de parámetros no supera la longitud 
máxima del vector, en este caso, se linka el ciclo de parámetros con el ciclo de 
Flash (HAL) y de esta forma se obtiene siempre control sobre el estado de los 
procesos que implican al módulo HAL de Flash. En el caso de que nos 
encontremos dentro del rango de longitud del vector de parámetros, las acciones a 
ejecutar son, primeramente obtener el estado del módulo Imager que controla la 
interfaz con el sensor CMOS. Si ya está ejecutando otra tarea, se retorna al main y 
en el siguiente ciclo de programa se vuelve a intentar. Si está libre, y mientras sea 
menos de la cuarta vez (step<4) se ejecutará la escritura I2C correspondiente a la 
posición de imagen en vertical y horizontal o de overlay vertical horizontal, 
incluyendo los signos. Esto es, se escriben 4 parámetros debido a que el fabricante 
OmniVision © sitúa estas informaciones en 4 registros. 
 El hecho de contemplar la posibilidad de tener más de 4 parámetros se 
debe a que los parámetros que se guardan en el vector contienen más información 
que la relativa a calibración, como por ejemplo el cheksum relativo a la página de 
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Flash, la versión de bootloader y aplicación o los errores gestionados y 
actualizados por el ErrorManager. 
- void ChecksumCorrection(void). Esta función ya ha sido comentada en el 
apartado anterior, sirve para la generación del cheksum relativo a la página en 
flash donde se almacenarán los parámetros. 
- t_parameter_value ParameterRead (t_paramter_id_value value ): Se 
trata de una función genérica que sirve para obtener el valor de un parámetro 
previamente actualizado y almacenado en RAM. Se utilizará en diagnóstico para 
el servicio ReadDataByIdentifier y en aplicación para el servicio ErrorManager 
- void ParameterWrite(t_paramter_id_value id, t_parameter_value 
value): Esta función también ha sido comentado anteriormente, y se utiliza para 
actualizar el valor del parámetro en RAM. Los parámetros de calibración se 
actualizan en diagnóstico, mientras que los parámetros de error se actualizan en 
aplicación mediante el ErrorManager. 
- void ParametersResetFlash( void ). Función también comentada 
anteriormente, que enlaza directamente la petición del servicio UDS de borrado 
de Flash con las rutina propias del periférico de control de la memoria flash. Se 
actualiza el valor de una variable parameter_state=BUSY que indicará cuándo 
se están utilizando los servicios de acceso directo a la flash (se verá en el módulo 
Error Manager), y posteriormente se ejecuta la rutina FlashEraseStart en donde 
el periférico toma el control y comienza el borrado/programación de la página de 
flash.  
 
5.1.2.2. System Monitor 
 
Este servicio trata de monitorizar el correcto funcionamiento de periféricos y 
componentes críticos en este sistema. Los más críticos son la tensión de batería VBAT, el 
periodo de blanking del sensor CMOS y los timeouts de las señales recibidas por el 
OSEKCOM como el ángulo de giro del volante y la marcha atrás. El uso de las funciones 
de monitorización que se expondrán a continuación son configurables por el usuario, es 
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decir, dependiendo de las necesidades de la aplicación se podrá monitorizar una, dos o las 
tres tareas. De este modo, este módulo contiene: 
 
- void VsyncCycle(void): Es la función a ejecutar cada ciclo de programa en 
main, que monitoriza la llegada de flancos ascendentes en el puerto predefinido 
(P2.0). Estos flancos corresponden a la señal de salida del sensor de visión VSI6 
(normalmente Vsync) que indica el fin de  la última línea con información en 
píxeles sobre la imagen que está saliendo por el pin de vídeo. 
 
 
 
Diagrama 23: VsyncCycle 
 
Este blanking indica el tiempo en el que se puede acceder al sensor y cambiar 
valores de registros de forma segura. Si se actualizan esos registros mientras hay 
señal de vídeo es posible tener glitches en la calidad de dicha señal (visualmente 
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contrastado, aparecen flashes en la imagen al acceder vía I2C a los registros). Así, 
la escritura y actualización del sensor se realiza previa detección del flanco de 
Vsync usando una rutina de interrupción externa. Aprovechando que la 
interrupción externa está implementada, es una herramienta para verificar el 
estado del sensor, a saber: mediante un margen de seguridad a definir por el 
usuario, se pude verificar que el sensor envía correctamente esta señal, indicando 
que “está vivo”. 
Teniendo en cuenta que la señal de vídeo que tenemos es NTSC, con frecuencia 
60 Hz y el ciclo de programa del sistema es 5 ms: 
1/60Hz  = 0,016667seg 
0,016667seg/0,005seg  = 3,33333 ticks 
O lo que es los mismo, el sistema contará 3,33 ciclos de programa (ticks en el 
Diagrama 23) antes de llegue el siguiente flanco de Vsync. En la práctica, este 
valor suele dar 4, o en algunos casos, 3. Se tiene así una monitorización cada ciclo 
de programa que suma 1 al valor de un contador, tick, y que con la llegada de una 
nueva interrupción externa se resetea. En el caso de que esto no ocurra, tick>= 
SECURITY_MARGIN_TICK, siendo 7 el valor propuesto, en VsyncCycle se accede al 
tratamiento del error. Pero antes de enviar el acknowledge al ErrorManager hay 
que asegurarse de que no se está procesando paralelamente otro error, puesto que 
al tener 2 monitorizaciones por polling y una gestionada por interrupción podría 
llegar a pasar en la máquina de estados del ErrorManager. Esto se gestiona 
mediante una variable compartida como externa que se activará desde el callback 
de detección y se desactivará desde el ErrorManager cuando se haya atendido el 
error generado. Así, si no existe error en proceso, se marca el tipo de error como 
error_type = VSYNC_ERR y se ejecuta el callback ERROR_DETECTED_CALLBACK 
 
- void OsekFlagsCycle(void):  Se trata del ciclo de monitorización de los flags 
que se utilizan en el protocolo OSEK COM, concretamente de los flags de error 
ReadFlagRxErrorSigGE2_PRNDS(), ReadFlagRxErrorSigBR1_Speed() y 
ReadFlagRxErrorSigLW1_Steering_Angle(), de los que, como se comentaba 
en el apartado 5.1.1.1.2, se tratará a continuación.  
Tesis de Máster en Ingeniería Electrónica 
Víctor Iglesias Bronte 68
 
 
 
Diagrama 24: OsekFlagsCycle 
 
 
La tarea OsekComTask() que se ejecutará cíclicamente en el main, lo 
único que monitoriza es el llamado OsekComDeadlineMonitRx(), es decir el 
tratamiento de los timeouts de las tramas COM. Primero de todo se definen de 
nuevo unos márgenes de seguridad en la capa OSEK COM para cada una de las 
señales, y dependiendo de si el margen de seguridad es superado, se genera un 
error diferente para cada señal con los macros definidos en 5.1.1.1.2.  
Ahora, una vez detectado el timeout se tendrá que en el vector de errores 
flag_rx0_err habrá tantos bits puestos a 1 como errores del OSEKCOM 
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detectados. Ésta ya es tarea para el ciclo OsekFlags, ejecutándose (al igual que 
OsekComTask) cada ciclo de programa. 
El modo de gestión de error repite el proceso anterior del VsyncCycle en 
cuanto a verificación del módulo compilado (#ifdef del preprocesador) y estado 
de la monitorización del sistema. Una vez verificados ambos se procede a la 
decodificación del error, 3 en este caso para el OSEK. En cada una de las 
posibilidades, se verifica si hay algún error en proceso y se ejecuta la lectura del 
flag correspondiente (ReadFlagRxErrorSigGE2_PRNDS()) obteniendo como 
resultado COM_TRUE o COM_FALSE. Después, se marca el tipo de error 
(error_type=OSEK_PRNDS_ERR) y se resetea el flag del error 
(ResetFlagRxErrorSigGE2_PRNDS()). Para finalizar, terminada la detección y 
reset, se procede a la ejecución del callback. 
 
- void AdcEndConvCallback(void): Hace referencia a la monitorización de la 
tensión de la batería. Este caso es diferente a los dos anteriores debido a que la 
monitorización no se ejecuta cíclicamente en el desarrollo del main, sino que es 
un callback asociado a la interrupción de fin de lectura del ADC la que lo realiza.  
Como se comentará en la sección de aplicación, el ADC se inicializa 
indicándole el puerto analógico a leer, el timer a utilizar con su respectiva 
frecuencia, activación de interrupción de fin de conversión, y callbacks de inicio 
de conversión y fin de la misma. En este proyecto sólo se utilizó callback de fin 
de conversión, es el Timer 2 el que genera la interrupción que indica al ADC el 
inicio de la lectura, con lo que no había necesidad de ejecutar un callback.  
 De esta manera, se define el callback del ADC en el servicio SysMonitor, 
y el uso se basa en una media ponderada de diversas lecturas (configuradas con el 
#define AVERAGE_COUNTS (128)). Como en los casos anteriores, al saltar el fin 
de conversión y ser ejecutado, se verifica si el servicio está activo 
(VBAT_MONITOR_SERVICE) y si la monitorización está en marcha. Una vez se 
accede, se añade la lectura actual del ADC, AdcRead(), a una variable 
acumuladora, accumulator. Se dispone también de una variable contador, 
Tesis de Máster en Ingeniería Electrónica 
Víctor Iglesias Bronte 70
measurements, que decrece desde  AVERAGE_COUNTS uno a uno hasta cero, 
momento en el que se procede a realizar la media 
Result=accumulator/ AVERAGE_COUNTS 
 
Figura 24: Selección de Tensión de referencia del ADC 
 
 
Una vez se obtiene el valor ponderado de 128 lecturas (evitamos posibles 
lecturas de picos de tensión de batería), se procede a su correcta interpretación. 
Como se puede observar en la Figura 24: Selección de Tensión de referencia del 
ADC la tensión de referencia puede ser obtenida de varias fuentes, Vref interna, 
Vref Externa y Vdd del núcleo 8051 del uC. En este caso, la elección es Vdd, 
siendo ésta de 2.6 voltios. Así 
mV = (Vdd/(2^bits)-1)*result 
Teniendo bits como el número de bits del ADC=12. 
Ya sólo queda verificar que la lectura no supere el margen preestablecido 
(según tests de automoción tendría que superar un ciclo de trabajo de varios 
minutos a 26 voltios, que son justo 10 veces más que Vdd). El diseño Hardware 
del sistema indica que la tensión incidente en el puerto analógico en cuestión 
atraviesa un divisor de tensión por 10, con lo que aseguramos que la tensión 
máxima en la entrada será siempre inferior al fondo de escala que estamos 
utilizando, y la ganancia del ADC se puede mantener unitaria (26 volts de batería 
corresponderán a 2.6 volts en el pin analógico y al 100% del fondo de escala). De 
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este modo, se puede utilizar la conversión completa de valores o simplemente 
verificar que la lectura promediada no supera 0x0FFF (está comprobado 
empíricamente que al aumentar por encima del valor máximo se satura la lectura 
del ADC), valor en bits de Vdd del ADC.  
 
 
Diagrama 25: Flujo de AdcEndConvCallback 
 
 
 
 
 Ya sólo queda, verificar si hay error en proceso, marcar el tipo de error y 
ejecutar el callback hacia el error manager. 
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5.1.3. Capa de Aplicación. 
 
Esta capa de la arquitectura software será la encargada de ejecutar las tareas 
cíclicas implementadas en capas inferiores, y que son la base del funcionamiento del 
dispositivo. Asimismo, englobaré la rutina principal o main dentro de esta capa, ya que es 
la estructura de más alta jerarquía y que ejecutará las rutinas de funcionamiento antes 
mencionadas. 
 
5.1.3.1. Error Manager 
 
El primer  módulo a tratar es el gestor de los errores reportados por el System 
Monitor. Este módulo, al igual que muchos otros en este proyecto, se rige según una 
máquina de estados. 
 
 
Diagrama 26: Máquina de estados ErrorManagementTask 
 
 En ella, como se puede observar, se dispone de 4 estados. El primero de ellos, 
ErrorManagementTask0, sólo sirve para salir del reset y de una inicialización (así como 
estado por defecto para evitar un posible salto a un estado no definido). Más tarde se 
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dispone de un recorrido por 3 estados para la gestión de los errores, partiendo del estado 
NoNewError, si se detecta uno nuevo se salta a NewError o si por el contrario se debe 
guardar el error en flash se salta a FlashingError. Por supuesto, cada estado se define 
como una función independiente en C, con la que gestionar las acciones. El proceso de 
detección y gestión de error es el siguiente: 
 Mientras no se detecte ningún tipo de error el sistema se mantiene en 
NoNewError(). La única forma de detectar un error es que desde el SystemMonitor se 
ejecute el callback correspondiente y se marque un flag llamado error_processing. Es 
en este caso cuando se le indica a la máquina de estados que se debe cambiar de estado. 
Como se observa en el Diagrama 27, para llegar hasta la transición de estado 
NEWERROR antes se ha tenido que verificar que el sistema no tiene la monitorización 
de vsync en standby (nuestro sistema actúa también en suspend mode, con lo que el 
sensor deja de enviar ciclos de vsync y esto podría generar falsos errores) y el posible 
error anterior ya ha sido grabado en la flash (errors_already_flashed).  
 Cabe remarcar en este estado cuál es el recorrido si el sistema se encuentra con la 
monitorización desactivada y hay errores no guardados: por seguridad (comprobado 
empíricamente) es necesario desactivar la interrupción externa en el proceso de grabado 
en flash, con lo que se ejecuta ExtIntDisable() para marcar el flag de interrupción HAL 
de la interrupción a ‘0’. Ahora se ejecuta la rutina comentada de 
ParameterBulkToFlash(), al igual que en sesión de diagnóstico, porque el tratamiento 
que le damos a los errores es el mismo que si fueran parámetros de configuración: tienen 
un espacio reservado dentro del vector de parámetros y por supuesto dentro de la página 
de flash que en los procesos de grabado no se puede tocar. Sólo mediante los servicio de 
diagnóstico específicos como borrado de la página o borrado de errores se pueden re-
inicializar. De esta forma se actualiza el vector de parámetros-errores (y por supuesto 
generando un nuevo checksum relativo) con los nuevos errores encontrados. 
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Diagrama 27: Estado NoNewError 
 
La razón de ejecutar esto cuando no hay monitorización es que en el momento de 
“uso” del dispositivo únicamente se almacenan errores en RAM y no se pierde tiempo 
con la escritura en FLASH, y ya cuando se apaga la visualización (puede que el sistema 
este encendido pero el usuario no está viendo la imagen y por tanto no lo está usando) se 
procede al acceso a FLASH. 
 
 Una vez se ha comprobado que la monitorización está activa y los anteriores 
errores han sido grabados correctamente, se verifica que hay un error en proceso con 
error_processing. Si no hay detección se permanece en el estado. En otro caso, se 
marca el flag de errores grabados a ‘0’ y se ejecuta la transición de estado (efectiva en el 
ciclo de programa siguiente).  
 
 En el estado NewError se procede a la clasificación del error según la variable 
externa del SystemMonitor error_type. Esta vez el identificador de error error_ID se 
obtiene verificando el tipo de error (error_ID es un identificador unsigned int de 8 bits y 
error_type es de un tipo definido por mí, así que no es más que un mero cambio de 
tipo).  
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A partir de aquí se necesita saber la cantidad de errores 
almacenados hasta entonces, con lo que se necesitan rutinas de 
acceso al vector de parámetros, como ParameterRead() y 
ParameterWrite() comentadas en la sección 
ParameterHandling. Lo primero de todo es leer el valor de la 
posición del vector hasta ese momento y se almacena en 
old_error. Más tarde, añadimos una unidad a este contador y 
ejecutamos la escritura en la misma posición del vector (ver 
Diagrama 28). Para finalizar se modifica el tipo de error (usado 
en System Monitor) a NO_ERROR, se marca error_processing 
a ‘0’ para indicar que se ha finalizado de gestionar este error y 
se ejecuta la transición de estado al estado NoNewError (de 
nuevo en el siguiente ciclo de programa). 
 
Diagrama 28: NewError 
 
 Por último sólo queda analizar el proceso a seguir dentro del estado de guardado 
de errores. De nuevo se utilizan rutinas de acceso a la FLASH. Primeramente se verifica 
el estado de grabación en la FLASH mediante ParameterQueryState(). Mientras esté 
trabajando (BUSY) el ErrorManager se mantiene en el mismo estado cada ciclo de 
programa. En caso contrario, se ha terminado la escritura y se marca el flag de errores ya 
grabados (errrors_already_flashed) para así al volver al estado NoNewError no 
ejecutar de nuevo la escritura. Por supuesto, hay que activar de nuevo la interrupción 
externa para continuar con la monitorización del sistema, y se finaliza con la vuelta al 
estado NoNewError. 
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Diagrama 29: FlashingError 
 
5.1.3.2. Diagnóstico/Debug 
 
Como se pudo observar en el Diagrama 4: Arquitectura de la aplicación, el caso 
de diagnóstico es distinto a los de la capa de servicios, esto es: el módulo UDS, de 
jerarquía más alta en diagnóstico, no está gestionado directamente desde la capa de 
aplicación. En cambio, cada uno de los módulos SCI por debajo están controlados por 
máquinas de estados que se ejecutan desde el main(), y de esta forma, se mantiene el 
control sobre toda la capa de diagnóstico al ejecutar cíclicamente la gestión de las 
peticiones de comunicación, y también se controla de nuevo de una forma cíclica 
mediante estas máquinas de estados el acceso a las funciones UDS propias de 
diagnóstico. 
 
5.1.3.3. Rutina principal 
 
Como todo sistema diseñado en C, nuestra arquitectura de software consta de 
unas rutinas de inicialización y una rutina principal, encargada de gestionar todas las 
tareas cíclicas. A partir de aquí se expondrá la estructura de éstas inicializaciones y 
llamadas a funciones cíclicas desde el main().  
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Dentro de dicho main se procede a la inicialización del sistema con InitSystem(), 
que contendrá todas la inicializaciones siguientes: 
-MicroInit(): Inicialización de registros del microcontrolador 
-PortInit(): Inicialización de la configuración de los puertos del microcontrolador 
-TimerInit(): Inicialización de los módulos temporizadores 
-CanInit(OsekComRxNotifCallbackSTG_PLM, 
OsekComTxReqCallbackSTG_PLM, NULL, &hwfc): Inicialización del periférico CAN, 
pasándole como callback de recepción la función OSEK de notificación, como callback 
de petición de transmisión la función OSEK encargada para tal, nada como notificación 
de transmisión y por último la referencia de una estructura de datos donde se cargan en 
tiempo de compilación las características del protocolo CAN que queremos utilizar en el 
microcontrolador. 
- InicialitzaIso15765_2Task(): Tarea de inicialización de la capa 2 de la SCI 
- InicialitzaIso15765_3Task():Tarea de inicialización de la capa 3 de la SCI 
- ParametersInit(): Función de inicialización del vector de parámetros de 
calibración del sensor óptico. 
- ExtIntEnable(EXTINT0_HANDLER, EXTINT_ACTH_EDGE, 
EXTINT_PORT1_2, ExtIntCallback): Función de inicialización del periférico encargado 
de detectar la interrupción externa. Como se observa, de las dos posibles interrupciones 
mapeadas se utilizará la 0, con detección de flanco activo alto, detección en el puerto 1 
pin 2 y pasándole como callback de notificación la función ExtIntCallback. 
- AdcInit(AdcEndConvCallback,NULL): Se trata de la inicialización del módulo 
conversor analógico digital, al que se le pasa la dirección del callback de fin de 
conversión (se le puede pasar también una función que genere el inicio de la conversión, 
pero al pasarle NULL se deja dicha tarea al Timer predefinido). 
- ErrorManagementTaskInit(): Como su nombre indica, inicializará la máquina 
de estados del módulo software del error manager.  
- ENABLE_INTERRUPTS(): Flag firmware que ejecuta la puesta a 1 del bit 
correspondiente en el registro de configuración pertinente del micro, relacionado con la 
activación/desactivación de la gestión de interrupciones (únicamente las interrupciones 
pre-activadas con anterioridad son sensibles a esta activación general) 
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Funciones a ejecutar en el bucle infinito while(1): 
- OsekComTask():  Función comentada anteriormente de la capa OSEKCOM de 
la SCI, que básicamente monitoriza la llegada de tramas y el cumplimiento de las 
temporizaciones pertinentes. 
- Iso15765_2Task(): Ejecución  cíclica de la función que gestiona la máquina de 
estados de la capa ISO 2. 
- Iso15765_3Task():Ejecución  cíclica de la función que gestiona la máquina de 
estados de la capa ISO 3. 
- ParameterCycle(): Función de control tanto del vector de parámetros (al 
inicializar se graban los valores del vector de parámetros en el sensor óptico mediante 
I2C) como del periférico de la Flash interna. 
- PowerManagementTask(): Función de gestión de la máquina de estados que 
regula los modos de funcionamiento del micro/sensor (ON, IDLE, SUSPEND, OFF) 
- OverlaySelectTask(): Función de gestión de la máquina de estados que 
selecciona el overlay a mostrar según el ángulo de volante y signo recibido por CAN y 
manejado por la capa OSEK COM. 
- VsyncCycle(): Función cíclica de monitorización de flanco Vsync del sensor, 
comentada en el apartado del Error Manager. 
- OsekFlagsCycle(): Función cíclica de monitorización de flags OSEK de error, 
comentada en el apartado del Error Manager. 
- ErrorManagementTask(): Función de gestión de la máquina de estados que 
regula el Error Manager. 
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6. Resultados 
 
Tras el desarrollo de la arquitectura de software del proyecto y el diseño hardware 
y mecánico de la cámara (en los que estaban envueltos otros equipos de Ficosa 
International S.A.), el resultado final es un producto rearview de automoción listo para la 
venta. 
 
Figura 25: Primer paso aparcamiento batería 
 
Durante el proceso, la primera milestone crítica fueron las pruebas del hardware y 
el software de calibración tras la salida de la cadena de montaje. Esto fue realizado por 
otra empresa, pero el ajuste de valores y su puesta en marcha fue llevada a cabo por 
personal de ADAsens y Ficosa International S.A, utilizando el software para calibración 
del sensor implementado. 
 
El resultado, que se puede observar en las figuras 25 a 27, es la correcta muestra 
de la imagen trasera del vehículo, invertida, y con el set de overlays adecuados para cada 
evento. El mostrado en las imágenes se corresponde con el de parking genérico (sólo 
mostramos la trayectoria de las ruedas según ángulo de volante, respecto ángulo 0º). 
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Figura 26: Segundo paso aparcamiento batería 
 
Antes de obtener estas imágenes en coche, hubo un minucioso y largo proceso de 
test, tanto con los evaluation kits del sensor como del microcontrolador de Silabs. Más 
tarde, y una vez el PCB fue diseñado y los componentes elegidos, se realizó una pre-serie 
de 10 unidades para comprobar la viabilidad del software de calibración final de línea, y 
el correcto funcionamiento general de todos los componentes del sistema.  
 
 
Figura 27: Tercer paso aparcamiento batería 
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Es en este momento donde se validó el desarrollo del diagnóstico y calibración 
desarrollado en esta tesis mediante una herramienta gráfica como PC client, basada en 
envío de tramas CAN a la cámara. El soporte software utilizado es propiedad de Ficosa 
International (CANica, ver anexo), del cual se incluyen estas capturas de pantalla: 
 
 
Figura 28: PC Tool de calibración/gestión de errores 
 
 
Para el desarrollo de esta aplicación me basé en el uso de un script de 
comportamiento de botones e interfaz gráfica que se aplica en el manejo del driver CAN 
del PC instalado, haciendo lecturas y escrituras del propio bus CAN según los estados de 
la botonera. De esta forma tendremos: 
 
- Sección de calibración: Se comienza pulsando el botón “Start calibration”. Las 
opciones activables a usar aquí serán “Enable video” para mostrar la imagen que ofrece el 
sensor CMOS (que estará siendo capturada por algún framegrabber en el propio PC o 
mostrada en un monitor), “Enable Pattern” para mostrar el típico test pattern con las 
barras de colores, “Enable overlay” para activar/desactivar la muestra de overlays  de 
calibración superpuestos a la imagen del sensor. 
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Figura 29: Parte de calibración 
 
Por otro lado se dispondrá, cómo no, de una botonera para ajustar la imagen 
capturada mediante el movimiento de la ventana de imagen “Image shifting”, otra para 
ajustar la posición del overlay respecto de la ventana de imagen, “Overlay movement” y 
por último el ajuste de los parámetros U y V de la codificación de imagen YUV que sirve 
para aumentar o reducir la saturación del color de la imagen. 
 
 
Figura 30: Imagen y overlay de calibración. Moviendo la ventana se reposiciona la imagen con los 
puntos de calibración fijos, mientras que moviendo el overlay sólo se mueven dichos puntos. 
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- Sección de gestión de memoria Flash. Esta sección se utiliza para realizar el test 
de memoria Flash externa comentado anteriormente “Flash Test”, para borrar los errores 
almacenados en el vector de errores “Error Reset”, borrar la página de memoria Flash 
donde se sitúa el vector de parámetros (calibración más errores) “Flash reset” , guardar 
los parámetros de calibración modificados en la página de flash “Save on Flash” 
 
 
Figura 31: Gestión de memoria Flash 
 
 
- Lectura de parámetros/errores: Se procede a la lectura de los parámetros por 
defecto almacenados en Flash así como los errores también almacenados. 
 
 
Figura 32: Lectura de parámetros/errores 
  
 La ventana restante muestra los mensajes CAN enviados/recibidos 
correspondientes con el protocolo UDS usado para la calibración. 
 
 
El siguiente paso, ya con las pre-series disponibles, fue el de implementar por 
completo la aplicación de aparcamiento (a la vez que se preparaban las pre-series para 
instalarlas en varios modelos de coche de que dispone Ficosa International S.A.) para 
realizar la programación de las cámaras ya instaladas en los vehículos mediante bus CAN 
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(se recuerda que únicamente se programa aplicación, el bootloader sólo se graba in-
circuit en cadena de montaje) 
 
 
Figura 33: Tamaño de la cámara 
 
El resultado general es una cámara con las siguientes características: 
 
 
- Compatible con interfaz CAN 2.0 High Speed (1Mb/s) 
- Recepción de mensajes CAN del vehículo: ángulo del volante, activación manual, 
posición del cambio de marchas, velocidad del vehículo, etc... 
- Alimentación desde batería 8-16v 
- Imagen de salida NTSC en color 
- El sensor de imagen usado provee ajuste de centro de imagen vía software para 
compensar tolerancias mecánicas 
- El diseño está orientado a Test de producción 
- La memoria flash externa, tiene capacidad para al menos 3 sets de overlays 
diferentes 
- Actualización de software y overlays vía CAN. 
. 
- La ganancia se autoajusta según programación del control de exposición que 
dispone el sensor. 
- El control de blancos lo maneja el propio sensor 
- Sistema anti-flicker 
- Sistema de auto diagnóstico. Implementado diagnóstico fin de línea (calibración) 
y sistema de gestión de errores (Error Manager) 
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- Los overlays dinámicos (frame rate) según ángulo del volante deben ser añadidos 
a la señal NTSC de salida 
 
 
 
 
 
Figura 34: Situación de la cámara. 
 
 
 
En el desarrollo de este proyecto se han encontrado diversos problemas, a los 
que se propusieron varias soluciones; uno de los mayores problemas software que se 
encontraron fue la limitación de la CODE memory a 32 kb, teniendo en cuenta que ya 
sólo el bootloader ocupa 15 kb, quedan 17 kb para implementar la aplicación. Esto se 
solucionó haciendo el software configurable a partir de #defines colocados 
estratégicamente tanto en ficheros de configuración general de proyecto (Projectcfg.h) 
como el archivos de cabecera individuales. De esta forma, si el software se envía a la 
calibración final de línea no hace falta tener activo el control de errores, si la cámara ya 
está en un coche demo, se compilará el control de errores y no el software de calibración, 
etc.…  
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Debido a las restricciones temporales del proyecto, la página de Flash interna para 
los parámetros de auto calibración de la cámara fue modificada (añadiendo más 
parámetros y ubicando los errores) tras la fecha de fabricación de las pre series, esto es, 
con el bootloader ya incluido en las cámaras y sin posibilidad de reprogramarlo. Esto 
causó problemas en el cálculo del checksum de la aplicación, al aumentar de tamaño 
total, pero se resolvió con la corrección software del checksum de la página de Flash 
modificada comentada en apartados anteriores. 
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7. Conclusiones. 
 
Tras finalizar el proyecto de la Parking Camera, se ha podido constatar la 
viabilidad de la implementación en un sistema “one-box” tanto el sensor de imagen como 
el procesador y circuitería de control, superando así los desarrollos que copan 
actualmente el mercado de cámaras de parking que constan de soluciones en al menos 
dos módulos (imagen + procesado). Se ha comprobado la utilidad del sistema de 
aparcamiento en dicha maniobra, facilitando la visión trasera y la trayectoria al 
conductor. De la misma forma, el software de calibración se utilizó satisfactoriamente en 
la fabricación de las pre series realizada por otra empresa externa. En total se fabricaron 
50 cámaras calibradas con el software y protocolo aquí explicado. 
 
Como conclusión personal, se implementó satisfactoriamente todo el stack de 
comunicaciones utilizando unos protocolos de automoción completamente desconocidos 
para mí, así como la calibración en final de línea de un producto final de automoción y el 
sistema de gestión de errores y de parámetros en Flash. De esta forma, considero que se 
cumplen los objetivos propuestos al comienzo de esta memoria. 
 
Aunque, como se comentaba en el apartado de resultados, surgieron problemas 
a lo largo del desarrollo, considero que fueron solventados satisfactoriamente. A fecha de 
presentación de esta tesis, se está trabajando en una nueva versión del proyecto, que 
solucione estos problemas desde la propia definición de requisitos y especificaciones (por 
ejemplo más memoria en el micro). 
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9. Anexos. 
9.1. Uso del software CANica®. 
 
Durante el desarrollo de este proyecto fue necesario el uso de herramientas de control 
CAN sobre PC. CANica (producto de Ficosa International) es una PC tool diseñada para 
ayudar al desarrollo rápido de aplicaciones gráficas basadas en buses de comunicaciones 
como CAN Y LIN. Dispone de dos modos de uso, ejecución y edición.  Su 
funcionamiento se basa en la programación a partir de scripts de comportamiento.  
 
 
Figura 35:Aplicación en modo edición 
 
Una vez se selecciona el modo edición, aparecen tres ventanas, la ventana del programa 
(en la cual se pueden mover los elementos de sitio), la ventana “Code Editor”, donde se 
implementa el script comportamental haciendo uso del driver CAN (de KVASER, Vector 
y National Instrument), contadores, botones y variables dentro de la ventana del 
programa, y la paleta de componentes, útil para añadir o modificar componentes como 
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botones, trace log (ventana para ver las tramas), ticks, barras de desplazamiento y 
herramientas de sistema como CANhandler, LINhandler y UARThandler.  
 
 
Figura 36: Code Editor 
 
 
En nuestro caso utilizamos CANhandler ya que se trataba de una aplicación CAN. Este 
handler se puede modificar en la paleta de componentes, asignando canal, baudios, 
importación de base de datos CANalyzer®, etc. 
 
De esta forma, para implementar una PC tool con CANica se asocia un movimiento, por 
ejemplo, de botón gráfico con el correspondiente envío de trama CAN. 
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En este ejemplo, se indica que al encontrar evento en el botón “pattern” o activar el Test 
Pattern o barra de colores, se ejecute EnableTestPattern si se pulsa o DisableTestPattern 
si se suelta. 
 
La función EnableTestPattern muestra el envío de la trama 0x2E (Write data by 
identifier) 0x0081 (mapeado como activación del test pattern) y 0x01 para encendido, 
0x00 si fuera apagado. 
 
Para la implementación del Tester Present, se hizo uso de un contador de manera que 
cada tick del contador envía esa trama: 
 
Para finalizar, toda las visualizaciones de las tramas CAN en CANica se hacen a través 
del Tracelog: 
 
 
Figura 37: Tracelog del CANica 
