Interfície gràfica d'usuari usant una tauleta d'Android i un adaptador CAN / USB by Garrido Barrabés, Marcel
Interfície gràfica d'usuari usant una tauleta d'Android i un adaptador CAN / USB Pàg. 1 
 
Resum 
Aquest treball de fi de grau consisteix en dues parts, una de caràcter genèric, amb un 
possible ús posterior de cara a nous treballs de fi de grau, i l’altra de caràcter més aplicat i 
demostratiu. 
La primera es tracta del desenvolupament de una biblioteca USBCAN, que permet la 
comunicació entre un port USB d’un dispositiu Android i un bus CAN utilitzant el hardware 
USBtin de l’enginyer alemany Thomas Fischl (totes les funcions pròpies de USBtin també 
s’han implementat en la biblioteca). Els usos que se li poden donar són realment amplis, 
d’aquí la possible projecció en altres TFGs. 
La segona part es refereix al desenvolupament d’una aplicació que permet substituir una 
caixa de control d’un sistema electrònic de control de convertidors de potència (de l’empresa 
alemanya Fraunhofer IGB) per una tableta, en aquest cas la Wolder Chicago 10”, utilitzant la 
biblioteca USBCAN. Aquesta part, a més de servir de planta de proves de la biblioteca, esta 
orientada a la creació real d’una aplicació en Android, un coneixement de gran interès en la 
situació tecnològica actual. 
El llenguatge de programació utilitzat és B4A, enfocat en el desenvolupament d’aplicacions 
d'Android . El seu entorn integrat de desenvolupament propi, la gran documentació i suport 
dels fòrums associats, i la seva corba d’aprenentatge el fan una bona opció per treballs de fi 
de grau. És una eina productiva, amb bons resultats obtinguts de manera eficaç. 
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1. Glossari 
1.1. Llista d’abreviatures 
B4A: Basic for Android 
API: Application Programming Interface (Interfície de Programació d’Aplicacions) 
GUI: Graphic User Interface (Interfície Gràfica de Usuari) 
IDE: Integrated Development Environment (Entorn de Desenvolupament Integrat) 
APK: Android application Package (Paquet de l’aplicació) 
OO: Object Oriented (orientat a objectes) 
OTG: On the go 
DSP: Digital Signal Processor (processador digital de senyals) 
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2. Introducció 
Actualment les tecnologies mòbils formen part de la vida quotidiana de la gent, ja sigui com 
a element de comunicació, entreteniment o laboral. La rellevància que aquest sector ha 
assolit transcendeix l’objectiu inicial purament comunicatiu. En aquest projecte s’utilitza un 
dispositiu mòbil (una tauleta) per a substituir un element electromecànic. La versatilitat 
d’aquests aparells i l’amplitud de finalitats que les seves aplicacions tenen els fan atractius 
tant per usuaris com per desenvolupadors. Aprofundir en la programació d’aplicacions 
resulta interesant i gratificant, ja que la utilitat del producte creat és directe, és a dir, tot just 
acabada de programar una aplicació ja pot ser utilitzada. 
Amb aquest projecte es busca millorar un producte existent, tot desenvolupant una llibreria 
que serveixi a altres persones a crear aplicacions útils. No és una cerca de coneixement 
sense finalitat concreta, sinó que està enfocat a la resolució de problemes reals i amb ús 
pràctic immediat. És l’aplicació dels coneixements informàtics i electrònics rebuts a l’escola 
més d’altres necessaris per a programació en dispositius mòbils.  
2.1. Objectius del projecte 
La finalitat d’aquest treball és triple. Per començar, la part més acadèmica o més conceptual 
és l’aprenentatge sobre la programació d’aplicacions per a dispositius mòbils, utilitat del qual 
està garantida per la demanda massiva d’aplicacions en l’actualitat. El segon objectiu és el 
desenvolupament d’una biblioteca de objectes i mètodes que permetin la comunicació entre 
un dispositiu Android i un bus de CAN, anomenada USBCAN, amb una gran quantitat 
d’usos possibles. La tercera finalitat és la d’aplicar totes les anteriors en una aplicació (app), 
alhora útil i demostratiu, que busca substituir el terminal físic de l’empresa alemanya 
Fraunhofer IGB per una tauleta, mitjançant l’aplicació anomenada GUI control CAN. 
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Figura 1 – Diagrama substitució terminal per tablet 
2.2. Abast del projecte 
L’abast més clar d’aquest projecte és la biblioteca USBCAN, utilitzable en el futur per nous 
projectes i amb un ventall d’aplicacions amplíssim, ja que estableix un canal de connexió 
però els usos que pots donar al canal son pràcticament inacabables.  
L’altre ús directe és la substitució dels terminals de Fraunhofer IGB per tauletes, de manera 
que els costos dels materials físics (botons, potenciòmetres, cablejat...) sigui nul i la 
possibilitat de modificació del terminal sigui senzilla i econòmica (el cost de desenvolupar el 
software).
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3. Llenguatge de programació   
A l’hora de començar el projecte es va haver d’escollir el llenguatge de programació utilitzat 
per l’aplicació Android. Hi havia dues opcions destacades: la primera era Java més totes les 
APIs d’Android i la segona Basic for Android (B4A).  
Java és un dels llenguatges de programació més populars, actualment, amb uns 10 milions 
de usuaris reportats. És orientat a objectes i és independent de la plataforma que s’utilitza 
(en molts casos, si més no) ja que ha aconseguit amb bastant d’èxit que WORA (write once, 
run anywhere) permeti executar els programes en Java en molts tipus diferents de 
hardware. Es disposa de gran quantitat de material d’accés lliure i, en alguns casos, obert, 
degut a la implantació massiva en tots els entorns, tant personals com empresarials. Tot i 
així, no és un llenguatge Open Source, ja que SUN, en un principi, i Oracle i IBM, 
actualment, mantenen control sobre part de les llibreries i les APIs. 
Java va ser, per la seva gran popularitat i ús extens, la opció escollida en un primer moment. 
Malgrat no ser un llenguatge especialment complicat, i tenint experiència acadèmica amb 
llenguatges orientats a objectes (OO) com python, el que si que va resultar feixuc va ser l’ús 
de les APIs de Android. Es va començar a construir l’aplicació utilitzant les IDE (Integrated 
Development Environment) d’Eclipse i Android Studio, però al cap d’uns mesos es va fer 
palès que la corba d’aprenentatge era massa llarga i que implementar aquest paquets 
d’Android resultava temporalment molt just amb un projecte de 6 mesos. Per tant, es va 
canviar el llenguatge de programació de Java a B4A. 
B4A disposa d’un entorn IDE i un llenguatge de programació enfocat en el desenvolupament 
d’aplicacions d'Android. Compila a codi natiu (bytecode), per tant, els arxius APK (Android 
application package) que genera són exactament els mateixos que es generen en Eclipse. 
És també un llenguatge de programació orientat a objectes, té un editor visual per Android i 
suporta la majoria de les seves versions. Els grans avantatges, en aquest cas, són que 
utilitza BASIC (Beginners' All-purpose Symbolic Instruction Code) que fa el procés 
d’aprenentatge més fàcil i més ràpid, així com un depurador (debugger) també més ràpid, i 
la gran documentació i el suport que reps d’una comunitat molt activa per a consultes i per 
ajut mutu. No és, tampoc, lliure, ja que accedir a certes llibreries i suport requereix un cost, ni 
obert, tot i que hi ha moltíssima documentació oberta i lliure disponible a la xarxa.  
B4A és realment una eina molt productiva si es vol obtenir bons resultats de manera eficaç, 
si no cal utilitzar totes les característiques d'Android. El suport realment efectiu dels fòrums i 
administradors així com el temps a invertir per al desenvolupament (comparat amb Java) el 
fan una bona opció per treballs de final de grau.  
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4. Programari   
S’ha programat amb l’entorn propi de B4A, dividint l’espai en regions per facilitar la 
programació i la pulcritud del codi, ja que es poden expandir i minimitzar segons convingui, 
com es veurà més endavant. Es disposa d’un sistema de enregistrament (Log) que ha 
resultat de gran utilitzat per depurar el programa, així com la possibilitat de crear un enllaç 
via wifi amb la tauleta, mitjançant el B4A-bridge. Amb aquest vincle s’ha pogut provar 
l’aplicació en el dispositiu real sense necessitat de cablejat USB, fet que ha simplificat molt 
tots els tests. Per tal d’establir aquesta connexió tant l’ordinador de programació com la 
tauleta han de compartir la xarxa, en aquest cas EDUROAM, configurés l’accés a la mateix 
IP i s’executa l’aplicació en el dispositiu mòbil i el mateix a l’IDE. 
El sistema del “Abstract Designer” per crear la teva configuració en la pantalla és del tipus 
“Drag and drop”, és a dir, arrossega l’element en qüestió (botó, etiqueta, …) i deixa anar en 
l’espai adequat. Aquest mètode és senzill i adaptable a qualsevol resolució de dispositiu, és 
molt intuïtiu i permet dissenyar disposicions amb precisió. Aquesta és la disposició final de 
l’aplicació GUI control CAN desenvolupada en aquest TFG. 
Figura 2 – B4A Brigde 
Figura 3 – Abstract Designer 
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Per cada funció de la biblioteca s’ha creat una etiqueta informativa sobre el seu objectiu i 
funcionament, de manera que sigui més fàcil d’utilitzar per una tercera persona. 
Un element que no s’ha pogut acabar però que seria necessari per complementar la 
biblioteca seria el de una web d’ajuda amb totes les explicacions i funcionament del mètodes 
creats, a l’estil de la web de Kvaser Canlib (en la figura següent) per tal que qualsevol 
persona que volgués utilitzar USBCAN tingués accés a la informació detallada en aquest 
informe. De tota manera, aquest projecte serà d’accés no restringit i s’ha intentat fer el codi 
el més llegible i ordenat possible. 
 
Figura 4 – Etiqueta help  
Figura 5 – Web help de Kvaser  
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5. Maquinari    
Per entendre el funcionament i la raó de ser de la biblioteca CANUSB s’ha de conèixer el 
maquinari sobre el que es basa, USBtin. Aquest producte de Thomas Fischl és alhora el que 
possibilita i el que limita la connexió d’aquestes funcions. USBtin és una interfície, una 
frontera compartida, entre un bus de CAN i un port USB que permet monitoritzar aquest bus 
i enviar-hi missatges. Permet configurar uns valors predeterminats de Baudrates (10k, ..., 
1M), disposa de modes de comunicació diferenciats (estàndard, en bucle o bé, d’escolta), 
s’alimenta del mateix port USB i ja té interfícies gràfiques d’usuari disponibles en Windows, 
MacOS i Linux, però no en Android.  
Disposa d’un connector USB tipus B femella, el qual es connecta a la tauleta (amb un 
adaptador usb tipus B mascle – microUSB tipus A mascle) i tres pins a l’altre costat 
corresponents al bus de CAN. Els tres pins corresponen a CAN Low, CAN High i massa, ja 
que el bus CAN és un protocol diferencial (resta les senyals de voltatge alt i baix i així la 
informació enviada no es veu alterada pel soroll, que haurà afectat a tots dos cables trenats 
per igual) i necessita els tres cables.  
Amb una sèrie de comandes en ASCII es pot enviar i rebre ordres un cop la connexió està 
oberta. Les funcions que criden aquestes ordres estan implementades en la biblioteca en 
l’apartat USBtin. 
 
Figura 7 – USBtin comandes ASCII   
 
 
Figura 6 - USBtin 
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Pel que fa a la tauleta utilitzada s’ha escollit la Wolder Chicago, de nivell bàsic i amb pantalla 
de 10”, ja que és el millor compromís entre una GUI visualment adequada (més petita no hi 
cabria tots els elements) i un cost econòmic baix. Pel que fa la connexió USB ha de ser del 
tipus USB OTG (“On The Go”), ja que amb un USB estàndard un concentrador USB (hub) 
actua com USB mestre sempre, mentre un dispositiu USB actua com a esclau i només els 
primers poden gestionar la configuració i la transferència de dades. En el nostre cas la 
tauleta ha de ser capaç d’obrir una sessió, controlar la connexió i intercanviar les funcions 
mestre/esclau amb el USBtin, per tant, USB On-The-Go és un requeriment de maquinari. 
El controlador del convertidors de Fraunhofer IGB és tractat com una caixa negra a la que 
s’envia informació i se’n rep i se n’obté uns resultats, però sense entrar en el seu 
funcionament intern. La funció d’aquesta instal·lació és la del control d’uns elements 
lumínics per a l'eliminació de la càrrega orgànica d’ aigües residuals, mitjançant processos 
biològics. Amb el terminal controlen els convertidors que al seu torn controlen aquestes 
làmpades que alteren la depuració i tractament de les aigües.   
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6. Biblioteca USBCAN   
Aquesta és la biblioteca en que es centra aquest projecte. Mitjançant el maquinari USBtin 
estableix la comunicació entre un port USB d’un dispositiu Android i un bus CAN. Està 
dividida en dues grans regions, les variables globals de la classe (Class_Globals) i les 
subrutines o mètodes desenvolupats (Public Subs). Ambdues estan dissenyades de manera 
que siguin el més similar i compatibles amb la biblioteca subministrada pel fabricant Kvaser , 
retornant els mateixos valors i amb funcionament similars. L’ús de USBtin ha limitat en gran 
part la quantitat d’opcions que podia acceptar la biblioteca, respecte Kvaser.  
6.1. Class Globals 
El sistema de flux de dades es basa en la connexió al port USB, el flux d’informació asíncron 
i les cues on s’emmagatzemen els missatges i respostes entrants.  El port USB possibilita la 
comunicació amb un element extern de la tauleta (USBtin), el flux ha de ser asíncron, ja que 
l’instant de la transmissió de dades és arbitrari, sense freqüència o periodicitat de cap tipus i 
les cues s’estableixen diferenciades les que corresponen a una resposta d’una acció anterior 
(com pot ser un missatge de confirmació a un comanda prèvia) i el missatges rebuts amb 
informació des de el controlador de convertidors (com poden ser els paràmetres actuals). 
Figura 8 – USBCAN per regions 
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Dins aquesta regió es defineixen totes les variables globals i les constants. Es dimensionen 
“usb1” com a UsbSerial, que permet fer ús del microUsb de la tableta, “astreams1” com a 
flux d’informació asíncron i les dues cues (queueMSG i queueRPS) que s’utilitzaran en el 
sistema d’escolta (Listener). El “inputChar” es defineix aquí per no haver de dimensionar-lo 
cada com que el Listener s’activa, com es veurà més endavant. La variable “state” guarda 
l’estat de l’autòmat del Listener, treballa com a variable estàtica però aquestes no existeixen 
a B4A i, per tant, se n’utilitza una de global. 
Pel que fa a les constants, s’han utilitzat bàsicament per millorar de llegibilitat del codi i per 
limitar el nombre de inputs possibles en algunes funcions (limitades per USBtin). Un 
exemple es mostra a continuació (codi complet a l’annex): 
'Baudrate 
Dim Const BAUD_10K As Int = 0 
Dim Const BAUD_20K As Int = 1 
Dim Const BAUD_50K As Int = 2 
Dim Const BAUD_100K As Int = 3 
Dim Const BAUD_125K As Int = 4 
Dim Const BAUD_250K As Int = 5 
Dim Const BAUD_500K As Int = 6 
Dim Const BAUD_800K As Int = 7 
Dim Const BAUD_1M As Int = 8 
'Can open modes 
Dim Const can_NORMALMODE As Int = 1 
Dim Const can_LOOPBACK As Int = 2 
Dim Const can_LISTENONLY As Int = 3 
'FSM states 
Dim Const STATE_INI As Int = 0 
Dim Const STATE_MSG As Int = 1 
Dim Const STATE_RPS As Int = 2 
6.2. Public Subs 
Aquí s’inicialitzen l’objecte CANBUS, així com les dues cues. Esta dividit en 2 subregions: 
USBtin i CANbus. 
6.2.1. USBtin 
Aquesta subregió estableix el canal de comunicació a través del port microUsb amb USBtin. 
La resposta de tots els missatges enviats es tracta al Listener de CANbus. En la gran part 
dels missatges s’utilitza la funció .getBytes(“UTF8”) per passar d’una cadena de String a 
Bytes i així poder-la enviar. 
6.2.1.1. UsbConnect 
Comprova si hi ha dispositius connectats, demana permisos de connexió, configura els 
drivers i obre la connexió amb USBtin amb un velocitat (Baudrate) determinada. En aquest 
cas, 115.200 bits/s, ja que USBtin només suporta aquesta velocitat de transmissió. Inicialitza 
'Return  
Dim Const canERR_OK As Int = 0 
Dim Const canERR_KO As Int = -1 
Dim Const canERR_NOMSG As Int = -2 
Dim Const canERR_NORPS As Int = -2 
Dim Const canERR_PARAM As Int = -1 
'ASCII Hex char value 
Dim Const CHR_r As Byte = 0x72 
Dim Const CHR_cR As Byte = 0x52 
Dim Const CHR_t As Byte = 0x74 
Dim Const CHR_cT As Byte = 0x54  
Dim Const CR As Byte = 0x0D 
Dim Const LF As Byte = 0x0A 
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el flux d’informació asíncron i mostra si ha complert el seu objectiu en el Log del IDE. 
Aquesta funció està basada en "UsbSerial Ver 2.4" desenvolupada per JeanLC, membre de 
la comunitat B4A. 
Sub usbConnect(baudrate As Int)  
 If usb1.UsbPresent(1) = usb1.USB_NONE Then  
  Log("Msgbox - no device") 
  Return 
 End If 
 Log("Checking permission") 
 If (usb1.HasPermission(1)) Then  
  Dim dev As Int 
  usb1.SetCustomDevice(usb1.DRIVER_CDCACM,0x4D8,0xA)   
  dev = usb1.Open(baudrate, 1)  
  Log(dev) 
  If dev <> usb1.USB_NONE Then 
   Log("Connected successfully!")  
   astreams1.Initialize(usb1.GetInputStream,usb1.GetOutputStream, 
"astreams1") 
   Log("Initialized: " & astreams1.IsInitialized) 
  Else 
   Log("Error opening USB port 1") 
  End If 
 Else 
  usb1.RequestPermission(1)   
 End If 
End Sub 
6.2.1.2. UsbClose 
Tanca el flux d’informació asíncron així com la connexió amb USBtin. 
Sub usbClose 
 astreams1.Close 
 usb1.Close 
 Log("Usb connection closed") 
End Sub 
6.2.1.3. getHWversion 
Envia un missatge a USBtin demanant la versió de hardware. La seva resposta es tracta en 
l’apartat del Listener en CANbus. En condicions normals, hauria de tornar el string “V1001” 
Sub getHWversion 
 astreams1.Write((usb_VERSION_HW & Chr(CR) & Chr(LF)).GetBytes("UTF8"))   
 Log("Got HWversion") 
End Sub 
6.2.1.4. getFMversion 
Envia un missatge a USBtin demanant la versió de firmware. La seva resposta es tracta en 
l’apartat del Listener en CANbus. En condicions normals, hauria de tornar el string “V1005” 
Sub getFWversion 
 astreams1.Write((usb_VERSION_FW& Chr(CR) & Chr(LF)).GetBytes("UTF8"))   
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 Log("Got FWversion") 
End Sub 
6.2.1.5. usbReadStatus 
Envia un missatge a USBtin demanant el seu estat. La seva resposta es tracta en l’apartat 
del Listener en CANbus. En condicions normals, hauria de tornar el string “OK” 
Sub usbReadStatus 
 astreams1.Write((usb_READSTATUS & Chr(CR) & Chr(LF)).GetBytes("UTF8"))   
 Log("Status read") 
End Sub 
6.2.1.6. usbSetTimestamping 
Envia un missatge a USBtin activant o desactivant la empremta de temps (timestamping), 
marcant les dades de la comunicació amb una data i hora concrets, per demostrar que una 
sèrie de dades han existit i no han estat alterades des d'un instant específic en el temps.  
Sub USBSetTimestamping(bin As Int) 
 astreams1.Write((usb_TIMESTAMPING&bin & Chr(CR) &Chr(LF)) .GetBytes("UTF8"))   
 If bin = 0 Then 
  Log("Timestamping Off") 
 Else If bin = 1 Then 
  Log("Timestamping On") 
 Else 
  Log("Timestamping input error!") 
 End If 
End Sub 
 
 
6.2.2. CANbus 
Aquesta subregió gestiona la comunicació per canal CAN. Les primeres funcions són de 
sortida i les quatre últimes (Astream1_NewData, FSM, canReadResponse, 
canReadMessage) pertanyen al Listener asíncron i el tractament de les dades obtingudes. 
6.2.2.1. canOpen 
Envia un missatge a USBtin per obrir un canal de CAN. En funció del mode en que es cridi: 
Can_OPEN_NORMALMODE (1), can_OPEN_LOOPBACK (2) o can_OPEN_LISTENONLY 
(3) s’obre de manera estàndard, en bucle o bé, d’escolta.  
Sub canOpen(mode As String) 
 If mode = can_NORMALMODE Then 
 astreams1.Write((can_OPEN_NORMALMODE&Chr(CR)&Chr(LF)).GetBytes("UTF8"))   
  Log ("Open normal CAN channel") 
 Else If mode = can_LOOPBACK Then 
  astreams1.Write((can_OPEN_LOOPBACK&Chr(CR)&Chr(LF)).GetBytes("UTF8"))  
  Log ("Open loop back CAN channel") 
 Else If mode = can_LISTENONLY Then 
 astreams1.Write((can_OPEN_LISTENONLY&Chr(CR)&Chr(LF)).GetBytes("UTF8"))   
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  Log ("Open listen only CAN channel") 
 Else 
  Log ("Error opening CAN channel. Only 1,2,3 are accepted as inputs") 
 End If 
End Sub 
6.2.2.2. canClose 
Envia un missatge a USBtin per tancar un canal obert de CAN.  
Sub canClose 
 astreams1.Write((can_CLOSE & Chr(CR) & Chr(LF)).GetBytes("UTF8"))   
 Log ("Closed CAN channel") 
End Sub 
6.2.2.3. canSetBitrate 
Envia un missatge a USBtin per canviar la velocitat de transmissió del canal de CAN a una 
de les disponibles a l’apartat de constants compatible amb USBtin (BAUD_10K,..., 
BAUD_1M), que li entra com a entrada. 
Sub canSetBitrate(bitrate As Int) 
 astreams1.Write((can_SETBITRATE&bitrate&Chr(CR)&Chr(LF)).GetBytes("UTF8"))  
 Log("Baudrate changed") 
End Sub 
6.2.2.4. canWrite 
Envia un missatge pel canal de CAN. Com a entrada té: 
-  l’identificador del missatge (id) com a enter (per tant, accepta decimal, octal, hexadecimal, 
binari...) 
- els bytes de missatge en sí (msg()) 
- la longitud del missatge (dlc) 
 - el tipus de missatge (mask).  
Aquest últim pot ser estàndard, extens, RTR estàndard o bé RTR extens. Es compara el 
valor de la màscara (mask)  amb les constants predefinides (canMSG_STD i canMSG_RTR) 
bit per bit i s’obtenen les quatre possibilitats, ja que l’absència d’un bit determina també els 
possibles modes (per exemple, si no és estàndard serà extens). Mitjançant les funcions 
IntsToBytes i HexFromBytes, de la biblioteca ByteConverters (aquí bc) es passa de enters a 
bytes i de bytes a hexacimal, llavors es fa un casting a string amb la variable “flag” i es 
concatena el missatge final. S’afegeix aquest amb el retorn de carro (CR) i l’avanç de línia i 
s’envia. Per evitar problemes d’index, “val” ha de prendre valor d’un array de dos 
components d’enters. 
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Sub canWrite(id As Int, msg() As Byte, dlc As Int, mask As String) 
 Dim flag As String 
 Dim bc As ByteConverter 
 Dim val(1) As Int 
 Dim d2 As String 
 val(0) = id 
 d2 = bc.HexFromBytes(bc.IntsToBytes((val)))  
 If Bit.AND(mask,canMSG_RTR) = canMSG_RTR Then 
  If Bit.AND(mask,canMSG_STD) = canMSG_STD Then 
    flag = "r"&(d2.Substring(d2.length-3)) 
  Else 
   flag = "R"&d2 
  End If 
 Else 
  If Bit.AND(mask,canMSG_STD) = canMSG_STD Then 
   flag = "t"&(d2.Substring(d2.length-3)) 
  Else 
   flag = "T"&d2 
  End If 
 End If  
 flag= flag & dlc 
 For i = 0 To (dlc-1) 
  val(0) = msg(i) 
  d2 = bc.HexFromBytes(bc.IntsToBytes((val))) 
  flag = flag & (d2.Substring(d2.length-3+1)) 
  Next   
 astreams1.Write((flag & Chr(CR) & Chr(LF)).GetBytes("UTF8"))   
 Log ("Message send: " & flag) 
End Sub 
La intenció inicial era incorporar un element d’espera dins aquesta mateix funció que 
esperés la resposta de confirmació, de l’estil d’un Wait i mentrestant un DoEvents, que 
hagués estat la solució més formal, però en B4A no existeix aquesta possibilitat per a fluxos 
d’informació asíncrons. Qualsevol esdeveniment (Event) està retingut fins que el fil de 
processament principal (del Main) està lliure per processar-los i, per tant, cal acabar una 
subrutina en l'activitat principal abans de rebre dades asíncrones. A canvi, s’ha dissenyat 
una funció “enableRPS” amb un timer per justament acabar cada cop la seva pròpia 
subrutina i evitar aquesta dificultat. 
6.2.2.5. canSetAcceptanceFilterCode 
Estableix el filtre per Codi de canal CAN. Només els primers 11 bits són rellevants per a 
USBtin. “Code” és una entrada tipus enter.  
Sub canSetAcceptanceFilterCode(code As Int) 
 astreams1.Write((can_FILTER_CODE&code&Chr(CR)&Chr(LF)).GetBytes("UTF8")) 
End Sub 
6.2.2.6. canSetAcceptanceMaskCode 
Estableix el filtre per Màscara de canal CAN. Només els primers 11 bits són rellevants per a 
USBtin. “Mask” és una entrada tipus enter.  
Sub canSetAcceptanceFilterMask(mask As Int) 
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 astreams1.Write((can_FILTER_MASK&mask&Chr(CR)&Chr(LF)).GetBytes("UTF8")) 
End Sub  
6.2.2.7. Astreams1_NewData 
És el Listener asíncron en sí. El buffer emmagatzema les dades que rep pel microUSB de 
manera temporal. Per a cada byte que obté recorrent tot el buffer, activa la funció FSM.  
Sub Astreams1_NewData (Buffer() As Byte) 
 For i = 0 To (Buffer.Length-1) 
  FSM(Buffer(i))   
 Next 
End Sub 
6.2.2.8. FSM 
Aquesta funció és una màquina d'estats finits (Finite State Machine) que processa les dades 
provinents del listener asíncron, Astreams1_NewData. La variable d’estat “state” pren el 
valor de l’estat inicial, definit a les constants de la classe com a STATE_INI, i comença el 
procés de reconeixement del primer element de la cadena d'entrada. En funció del caràcter 
inicial es modifica l’estat a STATE_MSG en el cas que es tracti d’un missatge de CAN (si 
comença per “t”, “T”, “r” o “R”), o bé, STATE_RPS, en cas que sigui una resposta a una 
acció prèvia (com pot ser una comanda de la GUI). Llavors l'autòmat, a mesura que 
processa cada símbol de la cadena provinent del listener, manté el seu estat fins a trobar un 
caràcter de finalització: retorn de carro (CR) o “7” (usb_ERROR). Llavors omple una de les 
dues cues, queueMSG o queueRPS, amb tota la cadena rebuda al primer índex. 
La variable “state” treballa com a variable estàtica i emmagatzema informació de l’estat 
anterior. Depenent de l'estat actual i les condicions d'entrada es produeixen els canvis 
d'estat i les accions corresponents. L'estat inicial de l’autòmat és únic: STATE_INI, mentre 
que els estats finals poden ser més d'un: STATE_MSG o STATE_RPS. En el diagrama 
d’estat adjunt es pot veure representats el sistema compost per estats, transicions i accions: 
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La transició “a” correspon a la lectura d’un caràcter “t”, “T”, “r” o “R” (que determinen que es 
rep un missatge). La transició “b” es duu a terme quan es rep un retorn de carro (CR). El 
canvi de “c” s’executa en cas de que, estant en STATE_INI, es rebi qualsevol altre caràcter 
diferent dels específics de missatge i “d” quan es rep el caràcter “7” (missatge d’error de 
USBtin) o bé el retorn de carro, que assenyala la fi de la resposta.  
Sub FSM(data As Byte) 
 Select state 
  Case STATE_INI 
   If data=CHR_cT OR data=CHR_t OR data=CHR_cR OR data=CHR_r Then  
    inputChar = Chr(data)  
    state = STATE_MSG 
   Else 
    inputChar = Chr(data)  
    state = STATE_RPS 
   End If    
  Case STATE_MSG 
   If data = CR Then 
    queueMSG.add(inputChar) 
    state=STATE_INI 
   Else 
    inputChar = inputChar & Chr(data) 
   End If 
  Case STATE_RPS 
   If data = 7 Then   
    queueRPS.Clear 
    queueRPS.add(7) 
    state=STATE_INI 
   Else If data = CR Then 
    queueRPS.add(inputChar) 
    state=STATE_INI 
   Else 
    inputChar=inputChar & Chr(data) 
   End If 
 End Select  
End Sub 
Figura 9 – Diagrama d’estats 
a 
b 
c 
d 
no b 
no d 
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6.2.2.9. canReadResponse 
Llegeix la cua de respostes (queueRPS) generada per la funció FSM i en compara el primer 
element, com a string, amb les constants establertes per identificar el missatge. Si no hi ha 
resposta disponible, la funció retorna immediatament canERR_NOMSG. Interactua i respon 
en conseqüència als possible casos (determinats per USBtin): 
Retorn de carro (CR) – Element de reconeixement per excel·lència, es dona en la majoria 
dels casos amb bon funcionament. Es retorna canERR_OK.   
Retorn de carro (CR) + “z” – Obtingut  després d’un missatge enviat i rebut. Es retorna 
canERR_OK. 
“7” – Obtingut en el cas d’error de USBtin. Es retorna canERR_KO. 
“F” + xx + CR  – Obtingut després de canReadStatus. xx són bytes hexadecimals (amb 
Bit.parseint obtenim enters) amb els valors següents d'error: Bit 2: Senyal d'error, Bit 3: 
Excés de dades, Bit 5: Error-Passiu, Bit 7: Error de bus. Els bits que no estan explicats és 
que no s’usen. Es retorna xx. 
“Vxxxxx” o “vxxxxx” – Obtingut després de getHWversion o getFMversion.  Es retorna la 
versió demanada (xxxxx). 
Qualsevol altre cas – Es retorna canERR_KO, ja que els altres casos ja han estat testejats.  
Un cop tractat s’esborra el primer element de la llista (equivalent al pop amb cues, 
inexistents a B4A). 
Sub canReadResponse() As String 
 Log("queueRPS: "&queueRPS) 
 If queueRPS.Size = 0 Then 
  Log("error: "&canERR_NORPS) 
  Return canERR_NORPS 
 Else  
  Dim first As String = queueRPS.Get(0) 
   
  If first = usb_MSG_RECIEVED Then 
   Log("MSG recieved") 
   queueRPS.RemoveAt(0) 
   Return canERR_OK   
  Else If first = Chr(CR) Then  
    queueRPS.RemoveAt(0) 
    Return canERR_OK 
  Else If first.Contains(usb_READSTATUS) Then 
   Dim first As String = queueRPS.Get(0) 
   Dim parsed As Int 
   parsed=Bit.parseint(first.SubString(1),16) 
   Log("Read status:"&parsed) 
   queueRPS.RemoveAt(0) 
   Return parsed 
  Else If first.Contains(usb_VERSION_HW) Then 
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   Log("versio hw!") 
   queueRPS.RemoveAt(0) 
   Return first 
  Else If first.Contains(usb_VERSION_FW) Then 
   Log("versio fw!") 
   queueRPS.RemoveAt(0) 
   Return first  
  Else If queueRPS.Get(0) = usb_ERR Then 
   Log("USBtin error") 
   queueRPS.RemoveAt(0) 
   Return canERR_KO 
  Else 
   queueRPS.RemoveAt(0) 
   Return canERR_KO 
  End If   
 End If 
End Sub 
6.2.2.10. canReadMessage 
Llegeix la cua de missatge (queueMSG) generada per FSM i en compara el primer element, 
com a string, amb les constants establertes per identificar el missatge. Interactua i respon en 
conseqüència als possible casos (estàndard “t”, extens “T”, RTR estàndard “r” i RTR 
extens ”R”) i retorna una llista amb el mode com a string, l’identificador com a enter, la 
longitud com a enter i la informació del missatge en si com a string. Si  hi ha un resposta no 
coneguda, la funció retorna canERR_PARM. Si no hi ha resposta disponible, la funció 
retorna immediatament canERR_NOMSG. Un cop tractat s’esborra el primer element de la 
llista. 
Sub canReadMessage() As List  
 Dim id, dlc As Int 
 Dim mode, msg As String  
 Dim list1 As List 
 list1.Initialize 
 If queueMSG.Size = 0 Then 
  list1.Add(canERR_NOMSG) 
  Return list1 
 Else 
  Dim first As String = queueMSG.Get(0) 
  If first.Contains(Chr(CHR_cT)) Then 
   mode = "Extended" 
   id = first.SubString2(1,9) 
   dlc = first.SubString2(9,10) 
   msg=first.SubString(10) 
   queueMSG.RemoveAt(0) 
   list1.Add(mode) 
   list1.Add(id) 
   list1.Add(dlc) 
   list1.Add(msg) 
   Return list1    
  Else If first.Contains(Chr(CHR_t)) Then 
   mode = "Standard" 
   id=Bit.parseint(first.SubString2(1,4),16)  
   dlc = first.SubString2(4,5) 
   msg=first.SubString(5) 
   Log("Message recieved: "&queueMSG.Get(0)) 
   queueMSG.RemoveAt(0)    
   list1.Add(mode) 
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   list1.Add(id) 
   list1.Add(dlc) 
   list1.Add(msg) 
   Return list1         
  Else If first.Contains(Chr(CHR_cR)) Then 
   mode = "Extended RTR" 
   id = first.SubString2(1,9) 
   dlc = first.SubString(9) 
   queueMSG.RemoveAt(0) 
   list1.Add(mode) 
   list1.Add(id) 
   list1.Add(dlc) 
   Return list1   
  Else If first.Contains(Chr(CHR_r)) Then 
   mode = "Standard RTR" 
   id = first.SubString2(1,4) 
   dlc = first.SubString(4) 
   queueMSG.RemoveAt(0) 
   list1.Add(mode) 
   list1.Add(id) 
   list1.Add(dlc) 
   Return list1  
  Else 
   queueMSG.RemoveAt(0) 
   list1.Add(canERR_PARAM) 
   Return list1 
  End If 
 End If 
End Sub 
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7. Aplicació GUI control CAN 
Aquest mòdul és el que dóna títol al projecte. Conforma el programa principal (Main) del codi 
i engloba tots els element de la interfície gràfica d’usuari així com les subrutines de 
tractament específic de les funcions de la biblioteca USBCAN. S’ha diferenciat molt 
clarament el que pertany a la biblioteca i el que pertany a la GUI, no hi ha cap element que 
les vinculi, són rigorosament independents. Per facilitar treballar amb el codi, s’ha separat en 
regions: Project Attributes, Process_Globals, Globals, Activity Create/Resume/Pause, 
Timers, Buttons, Knobs i GUI subs. 
 
Figura 10 – Main codi per regions 
7.1. Requeriments de la GUI 
Aquesta interfície gràfica es basa en la terminal o caixa de control de Fraunhofer IGB, el 
funcionament i els paràmetres que s’hi tracten intenten ser el més semblants possibles, per 
tal que la incorporació en la empresa sigui el més senzill possible. 
La caixa de control té 2 botons, un selector de dos posicions, dos potenciòmetres i una 
pantalla LCD per mostrar informació. El seu funcionament és el següent: amb els 
potenciòmetres modifiques la freqüència o l’ample de pols, polsant el botó “pattern” canvies 
el patró (patró inicial és el 1 i cada cop que es prem augmenta en 1 fins arribar al 6, que 
torna al 1), el selector de “Fine” per canviar el càlcul intern del ample de pols i finalment el 
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botó “Start/Stop” que activa i desactiva els polsos (no es manté premut, sinó que sempre 
crida la funció contraria de l’estat actual, d’actiu a inactiu i viceversa). Pel display LCD es 
mostra el Mode (CAN, en el nostre cas, ja que significa connexió establerta), el patró, la 
freqüència i el d0 i el d1 corresponents al càlcul de l’ample de pols. Tots els paràmetres 
només son modificables quan els polsos estan desactivats. 
 
Figura 12 – Interfície aplicació 
El funcionament de la GUI és exactament el mateix en tots els sentits exceptuant tres casos. 
El primer és que la selecció de patrons es du a terme amb 6 botons diferenciats (amb un 
únic botó activat possible, són radioButtons), així segueix sent molt intuïtiu però és molt més 
ràpid. La segona modificació és que “fine” és també un botó al costat del qual s’indica si està 
actiu o no, de manera molt més visual i continua sent fàcil d’utilitzar. El tercer canvi és la 
informació mostrada al display: a més del patró, la freqüència i el d0 i el d1, del càlcul de 
l’ample de pols, també es mostra l’ample de pols en sí, l’estat de cadascun dels convertidors 
Figura 11 – Terminal de Fraunhofer IGB 
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per separat, l’estat general del mòdul (i les alarmes en cas de mal funcionament), l’estat dels 
polsos i la freqüència màxima admissible en l’ample de determinat (si estem alterant la 
freqüència) i el mateix però a l’invers amb l’amplada. 
Els límits i els càlculs són iguals en els dos dispositius: freqüència de 20kHz a 60kHz i d0 
limitat de 0.1us a 10us. El càlcul de d1 és             on el (-) equival a “fine” actiu i el 
(+) inactiu i per passar a l’ample de pols             . L’aplicació tracta la freqüència 
en Hz i a l’hora de mostrar-la la passa a kHz i, en d0, d1 i l’ample de pols es treballa en 
microsegons entre 10 per evitar decimals (ja que d0 i d1 són byte que enviarem dins els 
missatge) i els passem a microsegons per mostrar-los, de manera que treballem amb 54000 
i 54 i mostrem 54 kHz i 5.4 us en la pantalla. 
El missatge de control que s’han de poder enviar de la tauleta al DSP del controlador de 
convertidors i que, per tant, ha d’estar implementat en les funcions de la GUI són els 
següents: 
 Identifier dlc D0 D1 D2 D3 D4 
ON/OFF 0x005 1 ON (0x5A)     
   OFF (0xA5)     
Freq / Width 0x00A 5 MSB Freq LSB Freq d0 (PW1) d1 (PW2) Pulse Pattern 
Taula 1 – Missatges GUI a DSP 
Els missatges que ha s’han de poder tractar provinents de la maqueta electrònica i que s’ha 
d’actuar en conseqüència a la GUI són: 
 Identifier dlc D0 D1 D2 D3 D4 
Status 0x15A 5 Status Module Status Conv1 Status Conv2 Status Conv3 Status Conv4 
   OK (0x5A) OK (0x5A) OK (0x5A) OK (0x5A) OK (0x5A) 
   Overcurrent 
(0xA5) 
Fault (0xA5) Fault (0xA5) Fault (0xA5) Fault (0xA5) 
   Converter fault 
(0xEC) 
No present 
(0xEC) 
No present 
(0xEC) 
No present 
(0xEC) 
No present 
(0xEC) 
   Overtemperature 
(0xCC) 
    
Params 0x1A5 5 MSB Freq LSB Freq d0 (PW1) d1 (PW2) Pulse Pattern 
Taula 2 – Missatges DSP a GUI 
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7.2. Interfície gràfica d’usuari (Main) 
7.2.1. Project / Activity Attributes  
Aquí es concreten les característiques generals de l’aplicació com ara el títol o les 
orientacions suportades, si és en pantalla completa o no o la versió de codi. Cada opció està 
detallada al codi de l’annex. 
7.2.2. Proccess_Globals i Globals  
La diferència en Process_Globals i Globals radica que les primeres són declarades quan 
l’aplicació comença i les de Global ho són cada com que l’activitat es crea. En aquesta 
aplicació l’activitat només es crea un cop i, per tant, serien equivalents i la primera seria 
redundant. Això no és així perquè en B4A els timers han de ser dimensionats 
necessàriament en l’apartat Process_Globals.   
Sub Process_Globals   
 Dim timer1 As Timer 
 Dim timer2 As Timer 
 Dim timer3 As Timer 
 Dim timer4 As Timer 
End Sub 
Pel que fa a Globals, s’hi defineixen tots els botons, etiquetes i variables globals. Com a 
rellevant destacar que és on es defineix l’objecte CANBUS, les variables que es mostraran 
en pantalla i que s’enviaran i rebran com a paràmetres o la variable “enabler” que habilita o 
deshabilita l’enviament d’informació des de la GUI (quan els polsos estan activats, per 
protegir la maqueta electrònica). Les constants són les següents (codi complet a l’annex): 
Dim Const USB_BAUDRATE As Int = 115200 
Dim Const KNOB_HIGH_LIMIT As Int = 1000 
Dim Const KNOB_LOW_LIMIT As Int = 0 
Dim Const FREQ_HIGH_LIMIT As Int = 60 
Dim Const FREQ_LOW_LIMIT As Int = 20 
Dim Const PW_HIGH_LIMIT As Int = 161 
Dim Const PW_LOW_LIMIT As Int = 5 
'CAN identifiers 
Dim Const ID_STATUS As Int = 0x15A 
Dim Const ID_PARAMS_OUT As Int = 0x00A 
Dim Const ID_PARAMS_IN As Int = 0x1A5 
Dim Const ID_CONTROL As Int = 0x005 
'CAN constants 
Dim Const MSG_ON As Int = 0x5A 
Dim Const MSG_OFF As Int = 0xA5 
Dim Const MSG_OK As Int = 0x5A 
Dim Const MSG_OVERCURRENT As Int = 0xA5 
Dim Const MSG_CONV_FAULT As Int = 0xEC 
Dim Const MSG_OVERTEMPERATURE As Int = 0xCC 
Dim Const MSG_OK As Int = 0x5A 
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Dim Const MSG_FAULT As Int = 0xA5 
Dim Const MSG_NOPRESENT As Int = 0xEC 
7.2.3. Activity Create, Resume Pause and Exceptions  
En aquest apartat es carrega el Layout, és a dir, el disseny i distribució dels elements gràfics 
en la pantalla. S’inicialitzen els timers (amb la seva freqüència), i l’objecte CANBUS, i 
s’introdueix el text inicial de les etiquetes. Amb una estructura For s’intenta 3 vegades de 
connectar amb USBtin. Si s’aconsegueix apareix una etiqueta indicant l’estat connectat i el 
Baudrate; en cas que aquesta no s’aconsegueixi, et mostra un missatge indicant-ho i tanca 
l’aplicació. A continuació s’habiliten els timers 1 i 3 i s’estableix connexió amb el canal de 
CAN.  
Sub Activity_Create(FirstTime As Boolean) 
 Activity.LoadLayout("1") 
  
 timer1.Initialize("timer1",50)'ms 
 timer2.Initialize("timer2",200)'ms 
 timer3.Initialize("timer3",200)'ms 
 timer4.Initialize("timer4",200)'ms 
 Label12.Text= "Pulses:  " &CRLF&CRLF&"Pulse Pattern:  "   
 label14.Text= "FQ:  " & CRLF& CRLF & "d0/d1:  " & CRLF& CRLF&"PW:" 
 label5.Text="Present / Fault converters: "&CRLF&CRLF&CRLF&"Flag:  "  
 label15.text=pulse 
 label16.text=pattern 
 label17.text="C1: "&conv1&" C2: "&conv2&" C3: "&conv3&" C4: "&conv4 
 label18.text=flg 
 label19.text=Freq 
 label21.text=PW/10 
 RadioButton1.Checked = True 'pattern 1 checked 
  
 msg1.Initialize 
 cb.Initialize 
 cb.usbConnect(USB_BAUDRATE)  
 For i=0 To 3 
  If cb.astreams1.IsInitialized = True Then 
   i=3 
  Else 
   cb.usbClose 
   cb.Initialize 
   cb.usbConnect(USB_BAUDRATE) 
  End If 
  Next 
 If cb.astreams1.IsInitialized = False Then 
  Msgbox("USBtin connection attempted and failed!","USBtin 
Connection") 
  ExitApplication 
 Else 
  label13.Text = "- State: Connected" & " / "&"USBtin Baudrate: 
"& USB_BAUDRATE & " bits/s -" 
 End If 
  
 timer1.Enabled = True 
 timer3.Enabled = True  
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 cb.canSetBitrate(cb.BAUD_125K)  
 cb.canOpen(cb.can_NORMALMODE)   
End Sub 
Pel que fa a la pause i la represa de l’activitat no són necessàries en la aplicació però s’han 
deixat indicades. Les execpcions són les establertes per defecte en una aplicació (a 
l’annex). 
7.2.4. Timers 
Els timers són els temporitzadors que permeten executar accions a intervals de temps 
regulars.  
7.2.4.1. Timer1 
Funciona com a Listener de la GUI de missatges de CAN entrants. Crida la funció 
canReadMessatge i, si rep res, la funció analyzeMSG. 
Sub timer1_tick 
 msg1 =cb.canReadMessage() 
 If msg1.Size > 1 Then 
  analyzeMSG(msg1.Get(0),msg1.Get(1),msg1.Get(2),msg1.Get(3)) 
 End If 
End Sub  
7.2.4.2. Timer2 
Funciona com a Listener de la GUI de respostes de CAN entrants. Crida la funció 
canReadResponse i, si rep un missatge d’error, el mostra en pantalla identificant-l’ho 
numèricament. Va cridant aquesta funció (que va buidant un element de la cua cada 
vegada) fins que la queueRPS és buida, llavors deshabilita el timer2. Qualsevol acció que 
enviï un missatge i, per tant, requereixi escoltar una resposta habilita de nou aquest timer 
(botons, potenciòmetres, ...). Idealment hauríem incorporat un element d’espera dins la 
mateixa funció canWrite, com ja s’ha explicat.  
Sub timer2_tick 
 Log("timer2") 
 Dim rsp As String 
 rsp = cb.canReadReponse() 
 If rsp = cb.canERR_KO OR rsp = cb.canERR_NOMSG Then 
  Msgbox("Can Response Failure: "&rsp,"Error") 
 Else 
  Log(rsp) 
 End If 
 If cb.queueRPS.Size = 0 Then 
  timer2.Enabled = False 
 End If  
End Sub 
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7.2.4.3. Timer3 
La funció d’aquest temporitzador es actualitzar les variables mostrades (i utilitzades a l’hora 
d’enviar informació) per la GUI, com ara si els polsos estan activats, l’estat dels convertidors 
o la freqüència i amplada dels polsos. 
Sub timer3_tick 
 label15.text=pulse 
 label16.text=pattern 
 label17.text="C1: "&conv1&" C2: "&conv2&" C3: "&conv3&" C4: "&conv4 
 label18.text=flg 
 label19.text=Round2(Freq,1)&" kHz" 
 label21.text=Round2(PW/10,1)&" us" 
 label20.text=(d_0/10)&" / "&(d_1/10)&" us" 
End Sub 
7.2.4.4. Timer4 
Treball com a Listener dels controladors de la GUI. Crida la funció canSetParameters per 
enviar els paràmetres via CAN, tot seguit, crida enableRPS, per saber si la transmissió ha 
tingut èxit o no. Llavors el timer es deshabilita i s’evita saturar el bus enviant informació 
constantment. Tocar qualsevol element de la GUI que canvi els paràmetres activarà aquest 
timer, fent que s’enviï el missatge actualitzat, exceptuant quan la variable “enabler” està 
desactivada, és a dir, quan els polsos estan activats. Això és així per protegir la maqueta 
electrònica i mantenir el procés de funcionament del terminal anterior. 
Sub timer4_tick 
 If enabler = True Then 
  canSetParameters(Freq*1000, d_0, d_1, pattern)   
  enableRSP 
 End If 
 timer4.Enabled = False 
End Sub 
7.2.5. Buttons 
En la GUI hi ha 4 botons diferenciats btnFine, btnStart, btnExit i RadioButton i (i=1,...,6). 
7.2.5.1. btnFine 
Activa i desactiva el (+) o el (-) en el càlcul de l’amplada de pols            , 
determinant els dos bits corresponents al PW (pulse width) d_0 i d_1. 
Sub btnFine_Click 
 If fineON = False Then 
  label24.text="On" 
  fineON=True 
 Else If fineON = True Then 
  label24.text="Off" 
  fineON=False 
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 End If 
End Sub 
7.2.5.2. btnStart 
Activa i desactiva l’emissió de polsos. Envia el missatge per actualitzar els paràmetres, 
activar els polsos, espera resposta, i desactiva el timer4 (per no canviar paràmetres amb els 
polsos actius) quan prems el botó des d’un estat pulses=Off. Fa les accions contràries en 
cas d’anar de pulses=On a Off. El funcionament d’aquest botó és idèntic al del terminal físic 
que l’aplicació ha volgut substituir. 
Sub btnStart_Click  
 If pulseON = False Then 
  Dim messg(1) As Byte 
  messg(0)= MSG_ON 
  canSetParameters(Freq*1000, d_0, d_1, pattern) 'params 
  cb.canWrite(ID_CONTROL,messg,1,cb.canMSG_STD) 
  enableRSP 
  enabler = False 
  timer4.Enabled=False 
  pulse="ON" 
  pulseON=True  
 Else If pulseON = True Then 
  Dim messg(1) As Byte 
  messg(0)= MSG_OFF 
  cb.canWrite(ID_CONTROL,messg,1,cb.canMSG_STD) 
  enableRSP 
  enabler = True 
  timer4.Enabled=True 
  pulse="OFF" 
  pulseON=False 
 End 
7.2.5.3. btnExit 
Tanca el canal de CAN, la connexió amb USBtin i l’aplicació. S’ha contemplat la opció 
d’utilitzar Activity.finish, que acaba l’activitat quan al sistema operatiu li permet, però el 
programa es quedava en estat “zombie”, sense poder-se executar però tampoc tancat. 
Sub btnExit_Click 
 cb.canClose 
 cb.usbClose 
 ExitApplication 
End Sub 
7.2.5.4. RadioButtons 
Permeten seleccionar el patró dels polsos, el codi és equivalent en tots ells. Canvia la 
variable al valor del botó (RadioButton1 farà patern=1) i, si el “enable” ho permet, activarà el 
timer4 que enviarà els paràmetres al sistema de control. 
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'Radiobutton 1..6 -> Pattern 1..6 
Sub RadioButton1_CheckedChange(Checked As Boolean) 
 pattern=1 
 If enabler = True Then 
  timer4.Enabled = True 
 End If 
End Sub 
7.2.6. KnobFQ 
Aquest potenciòmetre modifica la freqüència, obté Delta i deltaOutput de la classe KNOBS 
(que reacciona al moviment, explicada més endavant) que són el canvi d’angle a cada 
variació i el canvi acumulat (la suma del delta anterior més el nou). Es limita el valor màxim i 
mínim de la freqüència de la mateix manera que en la terminal física i es fa el canvi perquè 
encaixi en aquests límits en 
           
  
   . S’activa el timer4 (per enviar els paràmetres 
modificats), es sobreescriu el valor de la freqüència i es crida PWvsF (que obtindrà la 
màxima freqüència possible per una amplada de pols fixada).  
Sub KnobFQ_AngleChanged (Delta As Int, deltaOutput As Int) 
 Dim value As String 
 If deltaOutput < KNOB_LOW_LIMIT Then 
  value = Round2(20, 1) 
  deltaOutput = KNOB_LOW_LIMIT 
 Else If deltaOutput > KNOB_HIGH_LIMIT Then 
  value = Round2(60, 1) 
  deltaOutput = KNOB_HIGH_LIMIT 
 Else   
  value = Round2((deltaOutput/25)+20, 1) 
  timer4.Enabled = True 
 End If 
 Freq = value 
 PWvsF  
End Sub 
7.2.7. KnobPW 
Aquest potenciòmetre modifica l’amplada dels polsos, obté Delta i deltaOutput de la classe 
KNOBS (que reacciona al moviment, explicada més endavant) que són el canvi d’angle a 
cada variació i el canvi acumulat (la suma del delta anterior més el nou). Es limita el valor 
màxim i mínim de l’amplada de la mateix manera que en la terminal física i es fa el canvi 
perquè encaixi en aquests límits en 
           
  
  . S’activa el timer4 (per enviar els 
paràmetres modificats), es calcula i es sobreescriu el valor de d_0, d_1 i l’amplada de pols. 
Finalment es crida FvsPW (que obtindrà la màxima amplada possible per una freqüència de 
pols fixada).  
Sub KnobPW_AngleChanged (delta As Int, deltaOutput As Int)   
 Dim value As String 
 If deltaOutput < KNOB_LOW_LIMIT Then 
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  value = 1   
  deltaOutput = KNOB_LOW_LIMIT 
 Else If deltaOutput > KNOB_HIGH_LIMIT Then 
  value = 40   
  deltaOutput = KNOB_HIGH_LIMIT 
 Else  
  value = (deltaOutput/25)+1   
  timer4.Enabled = True 
 End If 
 d_0=value 
 If fineON = True Then 
  d_1=(d_0*2)-1 
 Else 
  d_1=(d_0*2)+1 
 End If 
 PW=(2*d_0)+d_1  
 FvsPW 
End Sub 
7.2.8. GUI subs 
Són els mètodes propis de la GUI, un exemplificació de l’ús de la biblioteca USBCAN. Hi ha 
7 funcions. 
7.2.8.1. enableRSP 
Habilita el timer2, per tal d’escoltar respostes. Tal i com està explicat a l’apartat USBcan, 
s’ha creat aquesta funció ja que incorporar un element d’espera dins canWrite no ha estat 
possible amb B4A. 
Sub enableRSP() 
 timer2.Enabled = True 
End Sub 
7.2.8.2. canSetParameters 
Envia un missatge de CAN per modificar els paràmetres del sistema electrònic de control. 
Sub canSetParameters(Fr As Int, d0 As Int, d1 As Int, patt As Int) 
 Dim messg(8) As Byte 
 messg(0)= Fr/256 'MSB 
 messg(1)= Fr Mod 256 'LSB 
 messg(2)= d0 
 messg(3)= d1 
 messg(4)= patt 
 cb.canWrite(ID_PARAMS_OUT,messg,5,cb.canMSG_STD) 
End Sub 
7.2.8.3. analyzeMSG 
Recull la llista provinent de canReadMessage i la tracta. A partir del mode, l’identificador, la 
longitud i les dades del missatge escriu l’estat dels elements a controlar (mòdul i 
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convertidors) o bé els paràmetres que rep del sistema de control. En el primer cas, crida la 
funció statusModule i statusConverter, en el segon calcula els paràmetres i els sobreescriu. 
La variable “flagStart” s’inicialitza com a False i serveix perquè la primera vegada que rep 
missatge del sistema de control (a l’hora d’establir la primer connexió entre tableta-USBtin-
Maqueta) se li ha d’enviar a aquesta última un missatge conforme hi ha un canal de CAN 
operatiu en els primers 5 segons, sinó entra en estat autònom.  
Sub analyzeMSG(mode As String, ID As Int, dlc As Int, message As String) 
 Dim d0, d1, d2, d3, d4 As Int  
 If ID = ID_STATUS Then 'status 
  If flagStart = False Then 
   Dim messg(8) As Byte 
   messg(0)= MSG_OFF 
   cb.canWrite(ID_CONTROL,messg,1,cb.canMSG_STD) 
   enableRSP   
   flagStart = True 
   cb.queueMSG.Clear 
  Else 
   d0=Bit.parseint(message.SubString2(0,2),16) 
   d1=Bit.parseint(message.SubString2(2,4),16) 
   d2=Bit.parseint(message.SubString2(4,6),16) 
   d3=Bit.parseint(message.SubString2(6,8),16) 
   d4=Bit.parseint(message.SubString(8),16) 
   flg=statusModule(d0) 
   conv1=statusConverter(d1) 
   conv2=statusConverter(d2) 
   conv3=statusConverter(d3) 
   conv4=statusConverter(d4) 
  End If  
 Else If ID = ID_PARAMS_IN Then 'params 
  d0=Bit.parseint(message.SubString2(0,2),16) 
  d1=Bit.parseint(message.SubString2(2,4),16) 
  d2=Bit.parseint(message.SubString2(4,6),16) 
  d3=Bit.parseint(message.SubString2(6,8),16) 
 
  d_0=d2 
  d_1=d3 
  Freq=(d0*256+d1)/1000 
  PW=(2*d2 + d3)/10 
 Else 
  Log ("Unknown message for analyzeMSG") 
 End If 
End Sub 
7.2.8.4. statusModule 
Llegeix la variable data (byte d0 del missatge d’entrada) i retorna l’estat del mòdul del 
sistema electrònic de control. 
Sub statusModule(data As Int) As String 
 If data = MSG_OK Then 
  Return "OK" 
 Else If data = MSG_OVERCURRENT Then 
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  Return "OVERCURRENT" 
 Else If data = MSG_CONV_FAULT Then 
  Return "CONVERTER FAULT" 
 Else If data = MSG_OVERTEMPERATURE Then 
  Return "OVERTEMPERATURE" 
 Else 
  Return "Module Status Error" 
 End If 
End Sub 
7.2.8.5. StatusConverter 
Llegeix la variable data (byte del d1 al d4 del missatge d’entrada) i retorna l’estat de 
cadascun dels respectius convertidors del sistema electrònic. 
Sub statusConverter(data As Int) As String 
 If data = MSG_OK Then 
  Return "OK" 
 Else If data = MSG_FAULT Then 
  Return "KO" 
 Else If data = MSG_NOPRESENT Then 
  Return "None" 
 Else 
  Return "ERR" 
 End If 
End Sub 
7.2.8.6. FvsPW 
Calcula l’amplada màxima de pols per a una freqüència fixada. 
Sub FvsPW() 
 Dim p As String 
 p = Round2((1000/Freq)/4, 1) 
 If p > PW_HIGH_LIMIT Then 
  p = PW_HIGH_LIMIT 
 Else If p < PW_LOW_LIMIT Then 
  p = PW_LOW_LIMIT 
 End If 
 label22.text="[max: "& p & " us]" 
End Sub 
7.2.8.7. PWvsF 
Calcula la freqüència màxima per a una amplada de pols fixada. 
Sub PWvsF() 
 Dim p As String 
 p = Round2(1000/((PW/10)*4),1) 
 If p > FREQ_HIGH_LIMIT Then 
  p = FREQ_HIGH_LIMIT 
 Else If p < FREQ_LOW_LIMIT Then 
  p = FREQ_LOW_LIMIT 
 End If 
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 label23.text="[max: "& p & " kHz]" 
7.3. Potenciòmetres: classe “Knobs” 
Aquesta classe consisteix en l’ampliació del mòdul creat per Erel Uziel, administrador de la 
comunitat B4A. Crea un element al layout de l’aplicació (amb una fotografia d’un 
potenciòmetre) en la subrutina “DesignerCreateView” i el fa sensible al tacte amb el mètode 
“pnl_Touch”, que modifica l’angle de la foto i la comptabilitza i també rota el potenciòmetre 
visualment. Al ser tocat també activa la subrutina del Main “KnobFQ_AngleChanged” o 
“KnobPW_AngleChanged”, en funció del potenciòmetre. 
La modificació afegida consisteix en el càlcul de suma de modificacions de l’angle cada com 
que es toca (aconseguint d’angle girat acumulat) i que ens determina el valor del 
potenciòmetre a cada moment i també en la limitació màxima i mínima del valor que pot 
prendre aquest angle. 
Sub pnl_Touch  (viewtag As Object, action As Int, X As Float, Y As Float, 
motionevent As Object) As Boolean 
 If action = 0 Then 'ACTION_DOWN 
  startAngle = ATan2(X - radius, Y - radius) 
 Else If action = 2 Then 'ACTION_MOVE 
  Dim angle As Float = ATan2(X - radius, Y - radius) 
  currentAngle = currentAngle - angle + startAngle   
  Dim delta As Int = (startAngle - angle) * 180 / cPI 
  If delta > 180 Then  
   delta = delta - 360 
  Else If delta < -180 Then 
   delta = delta + 360 
  End If  
 
  If delta2 < KNOB_LOW_LIMIT Then 
   delta2 = KNOB_LOW_LIMIT 
  Else If delta2 > KNOB_HIGH_LIMIT Then 
   delta2 = KNOB_HIGH_LIMIT 
  Else  
   delta2=delta2+(delta/2) 
  End If  
 
 
 CallSubDelayed3(CallBack,EventName&"_AngleChanged",delta,delta2) 
  startAngle = angle 
  cvs.DrawBitmapRotated(bmp,Null, destRect, 
currentAngle*180/cPI) 
  pnl.Invalidate 
 End If 
 Return True 
End Sub 
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8. Obstacles trobats i etapa de proves  
En aquest apartat es fa referència a les dificultats més rellevants del desenvolupament 
d’aquest projecte. Per tal de ser eficients s’ha reduït a un llistat relativament curt de les més 
significatives però cal comentar que el disseny i la creació de la biblioteca i la GUI són molt 
més feixugues del que algú que no n’hagi programat mai cap pugui pensar. Fins que un no 
s’hi troba costa molt poder ser conscient de la feina que un codi com aquest, aparentment 
simple, realment requereix. 
8.1. Dificultats 
El primer gran obstacle va ser l’elecció del llenguatge de programació. Java és un dels 
llenguatge més populars actualment i per això se’l va escollir inicialment. El problema no va 
ser tant l’aprenentatge de Java, ja que la programació a l’escola va ser un bon suport, sinó 
l’ús de les totes les biblioteques i arxius d’Android, així com utilitzar l’IDE Android Studio. Al 
principi va costar d’admetre, però en un mes o dos es va fer palès que la corba 
d’aprenentatge era massa llarga en un projecte com aquest sense coneixement previs. Es 
va escollir en conseqüència B4A. 
Els següents obstacles els dividirem en dos, els de concepte i els de límits del propi 
llenguatge. Dels de concepte en destaquem tres: 
- L’aprenentatge de la gestió del flux asíncron en que el basa la biblioteca USBCAN, que no 
és senzill ni intuïtiu, ja que no hi ha cap periodicitat o referència temporal en que sustentar-
se.  
- La llegibilitat i la claredat del codi, que va portar a l’ús de constants i la nominació lògica de 
les variables utilitzades.   
- La cerca de la compatibilitat amb el sniffer Kvaser Leaf Light i les diferents limitacions de 
hardware amb USBtin, que van requerir una atenció i cura permanent per arribar a un 
compromís entre els dos casos.  
Dels obstacles de límits del llenguatge de programació escollit, que significa que la solució 
formal no funcionava en B4A, són rellevants: 
- La impossibilitat de incorporar un element d’espera dins les funcions que requerissin la 
resposta de confirmació, inexistent per a fluxos d’informació asíncrons i que ha acabat amb 
el disseny del mètode “enableRPS”. 
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- La inexistència de cues en B4A, que s’han substituït per llistes en les que se’ls afegeix i 
se’ls elimina l’últim i el primer element, simulant el mètode append i el mètode pop en 
python. 
- El canvi del tipus de les variables en que el càsting d’un tipus a un altre fallava i que s’ha 
hagut de suplir amb biblioteques secundaries (com ara per aconseguir strings de 
Hexadecimal, o enters des de bytes). 
8.2. Testeig 
Per tal de saber què s’envia i què es rep, s’ha treballat amb un USBtin connectat a la tauleta, 
com en el funcionament habitual, contra un altre USBtin connectat a l’ordinador. Aquest últim 
simula els missatges generats per la maqueta electrònica i recull els missatges enviats per la 
GUI, actuant com un sniffer (rastrejador de informació). El programa visualitzador utilitzat ha 
estat USBtinViewer, una interfície multiplataforma (Windows, MacOS, Linux) del mateix 
autor que USBtin, amb capacitat de rebre i enviar missatges estàndard, extensos, RTR 
estàndard i RTR extensos, ideal pel nostre cas.  
El fet de poder compilar i corre el programa en qüestió de segons via wifi amb B4A-bridge ha 
Figura 13 - USBtinViewer 
Interfície gràfica d'usuari usant una tauleta d'Android i un adaptador CAN / USB Pàg. 45 
 
estat de gran importància, ja que ha reduït el temps de càrrega després de cada modificació 
del codi. I, òbviament, la utilització del log i les traces dins el codi han estat essencials per 
poder-lo depurar.  
S’han examinat el funcionament de totes les funcions, tant de la biblioteca USBCAN com del 
Main i, a més, s’ha comprovat el comportament d’alguns d’aquest mètodes en casos 
anòmals o en que reben un input inadequat. Una manera metòdica de comprovar-ho a estat 
la utilització de taules de comprovacions, una representació visual de les quals tenim a 
continuació. 
8.2.1. Proves USBcan 
USBtin     
usbConnect Dispositiu no connectat 
 
U
S
B
tin
 
 Dispositiu desconnectat un cop iniciat 
 
 BaudRate (input) erroni 
 
usbClose -  
 
getHWversion -  
 
getFWversion -  
 
usbReadStatus -  
 
usbSetTimestamping Bin (input) erroni  
 
Taula 3 – Check USBtin 
CANbus     
canOpen Modes: estàndard, bucle o escolta 
 
C
A
N
b
u
s
 
 Mode (input) erroni 
 
canClose - 
 
canSetBitrate Bitrate (input) erroni 
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canWrite Id (input) decimal / octal / hexadecimal 
 
 Modes: STD, EXT, RTR_STD, RTR_EXT 
 
 Diferents longitud de missatge 
 
CanSetAcceptanceFilter -  
 
CanSetAcceptanceMask - 
 
Astreams1_NewData - 
 
L
is
te
n
e
r
 
FSM - 
 
CanReadResponse Tots els casos coneguts (apartat 6.2.2.9) 
 
 Cas desconegut 
 
CanReadMessage - 
 
 
Taula 4 – Check CANbus 
8.2.2. Proves GUI 
Main     
Activity Create Comprovar desconnexió i tancar programa 
 
G
U
I 
 Crida subrutines 
 
Timers 1-4 Funcions internes 
 
 Periodicitat  
 
RadioButtons - 
 
Knobs Càlcul del valor delta i deltaOutput 
 
 Diferents límits del potenciòmetre 
 
 Càlcul de freqüència i ample de pols 
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Buttons Crida subrutines 
 
EnableRPS - 
 
S
u
b
ru
tin
e
s
 
CanSetParameters Tots els casos coneguts 
 
AnalyzeMSG Tots els casos coneguts i desconegut 
 
StatusModule - 
 
statusConverter - 
 
FvsPW - 
 
PWvsF - 
 
Taula 5 – Check Main 
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9. Planificació temporal i costos 
 L’estudi econòmic d’aquest projecte es divideix en dues parts diferenciades: els recursos 
del desenvolupament del projecte i recursos materials del disseny i muntatge d’aquest.  
 
 
Per tant la suma total del cost del projecte és de 10.654,48 €. 
Activitat Hores Preu per hora Cost 
Estudi del programari i maquinari 100 h 10 €/h 1000 € 
Desenvolupament de l’aplicació 240 h 25 €/h 6000 € 
Etapa de proves 80 h 25 €/h 2000 € 
Redacció del document 80 h 10 €/h 800 € 
Cost suma activitats   9800  € 
Recurs Quantitat Preu unitari Cost 
Terminal  Fraunhofer IGB 1 100 € 100 € 
Cablejat 1 0.5 € 0.5 € 
Regleta 2 0.74 € 1,48 € 
Adaptador MicroUSB A – USB B 2 29.90 € 59,80 € 
Licència de  B4A 1 59 $  54 € 
USBtin 2 34,90 € 69,80 € 
Tableta Wolder Chicago 10” 1 74,90 € 74,90 € 
Kvaser Leaf Light v2 1 495 € 495 € 
Cost suma recursos    854,48€ 
Taula 6 – Costos Activitats 
Taula 7 – Costos recursos 
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10. Impacte medi ambiental 
Aquest projecte no requereix d'un examen de l'impacte ambiental exhaustiu, ja que no 
genera contaminants de manera directa, més enllà de l’electricitat consumida en el seu 
desenvolupament o en l’ús dels dispositius involucrats. Destacar però que s'ha intentat 
treballar en horari de llum natural (relativament fàcil en el quadrimestre de primavera) així 
com configurar aquests dispositius en mode d'estalvi energètic (els que així ho permetien) 
exceptuant la xarxa wifi, necessària per a B4A-brigde. 
Però si que hi ha un element rellevant en impacte mediambiental, que és la substitució dels 
terminals de  Fraunhofer IGB per tauletes. És més respectuós pel medi ambient substituir tot 
el cablejat de coure, botons de plàstic, potenciòmetres d’alumini, pantalles de cristall líquid, 
carcassa de PVC i circuits impresos per una tauleta, que s’ha buscat de mida reduïda, la 
petjada de carboni de la qual és baixa i consum energètic mantingut també. A més, 
qualsevol modificació dels terminals suposa un cost ecològic que en el cas de la tauleta és 
nul. Ídem pels costos de manteniment de la instal·lació actual.  
Aquest seria l’efecte més gran destacable d’aquest projecte, sense descartar la millora 
ecològica possible que puguin aportar noves aplicacions creades amb la biblioteca 
USBCAN.
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Conclusions 
S’ha aconseguit desenvolupar tant la part més genèrica del projecte, la biblioteca USBCAN, 
habilitant la comunicació entre un port USB d’un dispositiu Android i un bus CAN, mitjançant 
el hardware USBtin de Thomas Fischl, com la part més demostrativa, l’aplicació que permet 
substituir el terminal electromecànic de Fraunhofer IGB per una tableta electrònica. 
Utilitzant el llenguatge de programació B4A s’ha aprofundit  en la programació d’aplicacions 
per a dispositius mòbils, s’ha creat una biblioteca amb un ample ús possible de cara a nous 
treballs de fi de grau i s’ha aplicat aquesta biblioteca en la creació d’una aplicació en 
Android, que busca millorar un producte existent, totalment enfocat a la resolució de 
problemes reals i amb ús pràctic immediat. 
La programació s’ha dut a terme amb el major formalisme possible. La independència entre 
la GUI i la biblioteca és absoluta i la llegibilitat i la claredat del codi han estat un objectiu 
principal. S’ha buscat un compromís entre el sniffer Kvaser Light Leaf v2 i el sistema basat 
en USBtin i, amb la planta de proves de la USBCAN que ha estat de la aplicació “GUI 
control CAN”, es deixa una biblioteca rigorosa d’un abast i un ventall d’aplicacions possibles 
molt ample. 
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