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V diplomskem delu razǐsčite razvoj in uporabo funkcijskega sloga progra-
miranja v programskem jeziku Java. V ta namen pridobite večje število
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Naslov: Analiza uporabe funkcijskega programiranja v Javi
Avtor: Aleksandar Hristov
Java je eden izmed najbolj poznanih programskih jezikov, ki od leta 2014
omogoča poleg prvotnega predmetno usmerjenega sloga programiranja, tudi
podporo funkcijskemu slogu. Funkcijski slog programiranja, ki temelji na
lambda izrazih, omogoča lažje branje, vzdrževanje in manj napak pri pisanju
kode ter vzporedno izvajanje operacij.
V diplomski nalogi se ukvarjamo z razvojem funkcijskega sloga v Javi v
časovnem obdobju od uvedbe do sedaj. Predvsem se osredotočamo na to,
kako se je spreminjal delež projektov, ki vsebujejo funkcijski slog programi-
ranja. Prav tako je naš cilj poiskati lestvici najbolj uporabljenih metod nad
tokovi in funkcijskih vmesnikov, ki so glavni deli funkcijskega sloga progra-
miranja. Podatke pridobimo z analizo velikega števila javnih projektov, ki
so objavljeni na GitHub-u.
Rezultat diplomske naloge je statistika, s katero lahko sestavimo lestvici
najbolj uporabljenih metod nad tokovi in funkcijskih vmesnikov. V statistiki
je prav tako prikazano, kako se je spreminjal delež in število projektov, ki
vsebujejo funkcijsko paradigmo.
Ključne besede: java, funkcijski slog, metode, vmesniki, lambda.

Abstract
Title: Analysis of the use of functional programming in Java
Author: Aleksandar Hristov
Java is one of the most well-known programming languages which since 2014
enables support for a functional programming style in addition to the native
object-oriented style. The functional programming style based on lambda ex-
pressions enables easier reading, maintaining, is less error prone when writing
code and allows parallel execution of operations.
In the thesis we deal with the development of the functional programming
style in Java over a period of time since its introduction until now. Above
all we focus on how the proportion of projects incorporating a functional
programming style has changed. In addition, our goal is to find the scales
of the most used stream methods and functional interfaces which represent
the core parts of the functional programming style. We obtain the data by
analysing a considerable number of public projects published on GitHub.
The result of the thesis is statistics with which we can compile scales of
the most used stream methods and functional interfaces. The statistics also
indicate how the proportion and number of projects containing the functional
paradigm varied.




Dandanes imamo na razpolago veliko različnih programskih jezikov. Jezike
razvrščamo po različnih merilih. Najpopularneǰse merilo so slogi programi-
ranja, ki jih ti jeziki podpirajo. Tem slogom pravimo paradigme [17].
Jeziki lahko podpirajo več paradigem. Eden od najbolj poznanih jezikov,
Java, je dolgo let v večini podpiral predmetno usmerjeno paradigmo [6].
Leta 2014 so izdali 8. verzijo jezika, v kateri so dodali podporo funkcijski
paradigmi [10], ki je po naravi nasprotujoča predmetno usmerjeni.
Funkcijski slog programiranja je omogočil pisanje kode, ki jo je navadno
lažje brati, vzdrževati in je manj nagnjena k napakam [16]. Podporo funk-
cijskemu slogu so dodali s tako imenovanimi lambda izrazi. To so anonimne
metode brez deklaracije (ime metode, deklaracija vrednosti, ki jo vrača, in
modifikator dostopa) [10]. Omogočajo jasen, jedrnat in izrazit način im-
plementacije vmesnikov, ki imajo le eno abstraktno metodo (angl. single
abstract method interfaces, oziramo kraǰse SAM interfaces), kot izraz [11].
Te vmesnike lahko sami definiramo ali pa uporabimo velik nabor vnaprej
določenih vmesnikov. Dodatno podporo funkcijskemu slogu so prav tako do-
dali s tokovi. Ti omogočajo izvedbe že vnaprej pripravljenih metod nad ele-
menti tokov v pravem izrazitem in funkcijskem slogu. Tokovi celo omogočajo
vzporedno (angl. parallel) izvajanje metod z zelo malo napora.
Cilj te diplomske naloge je preveriti, kako se je funkcijska paradigma oz.
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funkcijski slog programiranja uveljavljal čez čas v javanskem svetu. To bomo
naredili tako, da bomo analizirali veliko število odprtokodnih projektov, ki
so napisani v Javi. Iz teh projektov bomo poiskali najbolj uporabljene, prej
omenjene metode nad tokovi, in vmesnike, ki so bili dodani za funkcijski slog
programiranja. Prav tako bomo pregledali, kolikšen delež projektov vsebuje
oblike funkcijskega sloga (lambda izrazi, metode nad tokovi, vmesniki, ...) in
kako se je ta spreminjal v vseh letih od uvedbe.
V naslednjem poglavju podrobneje opisujemo funkcijsko paradigmo, njene
principe in dejanske primere uporabe v Javi. V tretjem poglavju opisujemo
načine, kako pridobiti veliko število javnih projektov, in testiramo najhi-
treǰse metode analiziranja dobljenih projektov. Začnemo tako, da najprej
pridobimo spletne naslove odprtokodnih projektov s pomočjo GitHub API-
ja [5]. Nato izberemo najhitreǰsi način prenosa vsebine projektov. Sledi
predstavitev načrta analiziranja projektov, ki vsebuje najprimerneǰse orodje
za preiskovanje projektov in predpripravo podatkov za optimalno analizo. V
četrtem poglavju bomo podrobneje predstavili analizo datotek. Osredotočili
se bomo na to, kako poiskati funkcijski slog programiranja v datotekah, kot
so metode nad tokovi in funkcijski vmesniki. V petem poglavju bomo pred-
stavili rezultate analize projektov. Ti bodo sestavljeni iz deleža projektov, ki
vsebujejo funkcijsko paradigmo, in kako se je le-ta spreminjala v vseh letih
od uvedbe. Prav tako bosta v rezultatih vključeni tudi lestvici najbolj upo-
rabljenih vmesnikov in metod nad tokovi. Diplomo zaključimo s sklepnimi
ugotovitvami in dodatno interpretacijo rezultatov.
Poglavje 2
Funkcijska paradigma
Ideja funkcijske paradigme je računati s pomočjo povezovanja in izvajanja
matematičnih funkcij. Ideja te paradigme je: ”kaj naj rešim” [4], v nasprotju
s predmetno usmerjeno paradigmo, ki se osredotoča na: ”kako naj rešim” [6].
Funkcijska paradigma temelji na lambda računu, ki ga je predstavil Alonzo
Church. Lambda račun je teoretično ogrodje za definiranje in izvajanje mate-
matičnih funkcij. V lambda računu so funkcije anonimne. To pomeni, da niso
poimenovane, ampak imajo le definicijo za izračun. Funkcije so definirane z
operatorji in spremenljivkami (ki so lahko ponovno funkcije) in po izvedbi
vrnejo rezultat [1, 3]. Takim funkcijam oz. bolj natančno kombinaciji opera-
torjev in spremenljivk, ki vrnejo rezultat, odvisen od le-teh, v programiranju
rečemo izrazi [7]. Iz tega izhaja lambda izraz, ki se značilno pojavlja v funk-
cijskem slogu programiranja. Se pravi, lambda izraz je anonimna funkcija,
sestavljena iz argumentov in telesa, ki definira izračun funkcije. V nasprotju
z lambda računom pa funkcijska paradigma podpira poleg anonimnih tudi
poimenovane funkcije.
Glavni princip funkcijske paradigme je stanje sistema ohraniti nespre-
menjeno. Torej izrazi ali funkcije v funkcijskem programiranju ne smejo
proizvesti nobenih stranskih učinkov [4]. Edini proizvod izraza ali funkcije
je dejanska vrednost rezultata, ki ga izračuna. To pomeni, da je izračunan
rezultat odvisen le od podanih argumentov, ki jih izraz ali funkcija ne sme
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spremeniti. Prav tako izraz ali funkcija ne smeta spremeniti katerih koli dru-
gih lokalnih ali globalnih spremenljivk, ki niso del le-teh. To pomeni, da bi
ob istih spremenljivkah rezultat ostal vsakič enak, ne glede na to, kolikokrat
izračunamo izraz ali funkcijo.
Funkcijski slog programiranja nudi kar nekaj prednosti. Prva je ta, da je
koda veliko bolj berljiva in razumljiva. Že na prvi pogled lahko razberemo,
kaj funkcija počne, kakšni so njeni argumenti in kaj vrača. Ker je funkcija
osnovni gradnik funkcijskega sloga, jo lahko pošiljamo kot argument v druge
funkcije, kar prav tako pripomore k bolǰsi berljivosti in razumljivosti kode.
Druga je ta, da testiranje in razhroščevanje kode postane lažje, saj funkcije
in izrazi ne spreminjajo stanja sistema. Tretja je pa ta, da naravno omogoča
vzporednost oz. vzporedno izvajanje kode, kar izhaja iz glavnega principa
funkcijske paradigme, saj če se stanje sistema ne sme spremeniti, to pomeni,
da so rezultati vsake vzporedne izvedbe odvisni le od podanih argumentov
[16].
2.1 Funkcijski slog programiranja v Javi
Za implementiranje podpore funkcijskega sloga programiranja v Javi so kot
osnovni gradnik izbrali lambda izraz. Lambda izrazi se pojavljajo kot im-
plementacija vmesnikov, ki imajo le eno abstraktno metodo (imajo pa lahko
poljubno statičnih ali privzetih metod). Tem vmesnikom pravimo funkcijski
vmesniki [10, 11]. Funkcijske vmesnike lahko definiramo sami (v nadaljeva-
nju uporabnǐski vmesniki) ali pa uporabimo velik nabor standardnih funkcij-
skih vmesnikov, ki so predhodno definirani za lažjo integracijo funkcijskega
sloga v Javi. Standardni funkcijski vmesniki se nahajajo v javanskem paketu
java.util.function [14]. Ko definiramo funkcijske vmesnike sami, je do-
bra praksa, da te označimo z anotacijo @FunctionalInterface, saj nas bo
ob poskusu definiranja več kot ene abstraktne metode prevajalnik opozoril
na to [12]. Spodnji izseki kode 2.1, 2.2 in 2.3 prikazujejo preproste primere
uporabe funkcijskih vmesnikov in lambda izrazov.
Diplomska naloga 5
Izsek kode 2.1: Primer lambda izraza v javi, ki sprejme dva argumenta in ju
sešteje
(x, y) -> { x + y }
Izsek kode 2.2: Primer seštevanja dveh števil z uporabo uporabnǐskega funk-
cijskega vmesnika




int seštevek(int x, int y);
}
//implementacija funkcijskega vmesnika
FunkcijskiVmesnik fv = (int x, int y) -> { x + y };
//klicanje metode znotraj println
System.out.println(fv.seštevek(2,3)); // Rezultat je 5
Izsek kode 2.3: Primer seštevanja dveh števil z uporabo standarnega funk-
cijskega vmesnika z imenom BiFunction
import java.util.function.BiFunction;
//implementacija funkcijskega vmesnika
BiFunction<Integer,Integer,Integer> cons = (x, y) -> { x + y };
//klicanje metode znotraj println
System.out.println(cons.apply(2,3)); //Rezultat je 5
Drugi funkcijski gradnik (poleg lambda izrazov) v Javi je tok (angl.
stream). S tem ne mislimo I/O tokov, ki obstajajo v Javi že dlje časa,
ampak novo predstavljene tokove, ki so ustvarjeni z namenom za dodajanje
podpore funkcijskem slogu. Tok je ovojnica nad predmeti oz. nad virom po-
datkov (zbirka, seznam, tabela ...), ki podpira izvajanje različnih metod nad
podatki. Tokovi ne shranjujejo in ne spreminjajo podatkov, nad katerimi iz-
vajajo metode (funkcijske po naravi), zato jih ne uvrščamo med podatkovne
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strukture.
Metode, ki jih tokovi podpirajo, se nahajajo v javanskem paketu java
.util.stream [15]. Razdeljene so v 4 vmesnike: Stream, IntStream,
LongStream in DoubleStream. Kot razvidno iz imena, je Stream vmesnik,
ki hrani metode nad generičnimi predmeti, ostali pa hranijo metode nad
primitivnimi tipi int, long in double. Dostopanje metod lahko vežemo
zaporedno eno na drugo (angl. pipeline pattern). S tem omogočimo lažje
reševanje zapletenih problemov, tako da problem razbijemo na manǰse dele.
Tokovi nam poleg vsega omogočajo tudi, da izvajamo metode vzporedno z
minimalnim naporom. Povemo le, na kakšen način deluje tok (glej primer v
izseku kode 2.5).
Tokove lahko gradimo s pomočjo statičnih metod iz paketa java.util.
stream. Večino časa pa se poslužujemo metod stream ali parallelStream
iz paketa Collection. Te metode nam pretvorijo javanske zbirke oz. po-
datkovne strukture, kot so seznami in tabele, v tokove, da lahko nad njimi
izvajamo operacije v funkcijskem slogu.
Izsek kode 2.4 prikazuje preprost primer uporabe metod nad tokovi, in
sicer do rezultata pridemo z uporabo zaporednega toka v funkcijskem slogu.
Izsek kode 2.5 pa je identičen preǰsnjemu izseku, le da želeni rezultat prido-
bimo z vzporednim tokom.
Izsek kode 2.4: Primer uporabe metod nad tokovi, kjer pri seštevanju cen
manǰsih od 8 evrov, upoštevamo 15% popust. Najprej z metodo stream iz
seznama pridobimo zaporedni tok, nato pa z verižnim klicanjem metod nad
tokovi dosežemo želeni rezultat.
//Cene v evrih
List<Double> cene = Arrays.asList(7.50, 8.23, 9.21, 23.63);
double vsota = cene.stream()
.map(cena -> cena * 0.85)
.filter(cena -> cena < 8)
.reduce(Double::sum)
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.get(); //get() ni del metod nad tokovi,
//le za pridobitev rezultata
System.out.println(vsota); //Rezultat: 21.19
Izsek kode 2.5: Primer uporabe metod nad tokovi, kjer pri seštevanju cen
manǰsih od 8 evrov, upoštevamo 15% popust. Za izračun uporabimo vzpo-
redni tok, ki ga pridobimo s pomočjo metode parallelStream.
double vsota = cene.parallelStream()
.map(cena -> cena * 0.85)
.filter(cena -> cena < 8)
.reduce(Double::sum)
.get();//get() ni del metod nad tokovi,
//le za pridobitev rezultata
System.out.println(vsota); //Rezultat: 21.19
Pri primeru 2.5 lahko vidimo, da je sprejeti argument metode reduce še
neznan. Double::sum je t.i. referenca na metodo. To so kompaktneǰsi in še
bolj berljivi lambda izrazi, ki se sklicujejo na že poimenovane, statične ali ne-
statične metode. Uporabimo jih lahko namesto lambda izrazov, ki dostopajo
do že obstoječih metod, saj je v takih primerih bolj pregledno uporabiti
referenco na metode [13]. Izsek kode 2.6 prikazuje sintaksno razliko med
ekvivalentim lambda izrazom in referenco na metodo.
Izsek kode 2.6: Lambda izraz in ekvivalentna referenca na metodo
(x) -> System.out.println(x); //lambda izraz
System.out::println; //referenca na metodo
Na koncu omenimo še razreda StreamSupport in Collectors, ki spadata
pod isti paket kot zgoraj omenjene metode. Razred Collectors vsebuje
statične metode oz. v smislu funkcijskega sloga lahko rečemo, da so to ope-
racije, ki nudijo funkcionalnost za pridobitev izračunanega rezultata iz toka
oz. pridobitev podatkov kot podatkovne strukture. Slednje so namenjene
kot argument metodi collect(Collector<...> c), ki je značilno klicana na
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koncu verige (angl. pipeline) metod. StreamSupport pa je razred, ki nudi
nisko-nivojske metode za grajenje in upravljanje lastnih tokov. Namenjen
je predvsem napredneǰsim uporabnikom za pisanje paketov. S pomočjo tega
razreda sta implementirane prej omenjeni metodi stream in parallelStream.
Poglavje 3
Pridobivanje projektov in načrt
analiziranja projektov
Za preiskovanje funkcijske paradigme v javanskem jeziku je treba poiskati
vse ponovitve funkcijskega sloga programiranja v velikem vzorcu javanskih
projektov, kajti večji kot je vzorec, večja je statistična moč raziskave. Najpri-
merneǰsa stran za pridobitev velikega števila javnih projektov je GitHub, ki
s pomočjo API-ja omogoča pridobitev spletnih naslovov projektov in vsebine
le-teh. V tem poglavju bomo najprej raziskali različne načine pridobiva-
nja projektov in izbrali najhitreǰsega. Nato sledi predstavitev podrobneǰsega
načrta za nadaljnjo analizo projektov.
3.1 Pridobivanje projektov
Najprej bomo poiskali vse spletne naslove projektov, ki so javni in napisani
v Javi. Pri preiskovanju smo postavili dve dodatni omejitvi. Prva je ta, da
morajo biti projekti večji od 5KB, saj najverjetneje tisti, ki so manǰsi, vsebu-
jejo za nas nepomembne programe v smislu ”Hello World”. Druga omejitev
pa je ta, da morajo biti projekti ustvarjeni šele po 18.3.2014, saj je to da-
tum izdaje Java verzije 8, s katero je predstavljena funkcijska paradigma v
javanskem svetu. S pomočjo zgoraj opisanega postopka smo pridobili 4.3
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milijonov naslovov projektov. Nato smo zaradi velikega števila naslovov pro-
jektov raziskali najhitreǰsi način za pridobitev vsebine projektov. Spodaj so
našteti trije načini pridobivanja vsebine projektov:
1. Spletno strganje (angl. Web scrapping)
Spletni strgalnik obǐsče spletno stran projekta in rekurzivno pregleduje
datoteke. V primeru, da ima datoteka končnico .java, strgalnik pre-
bere kodo in jo shrani. Težava se pojavi, ker mora strgalnik za vsako
vsebovano mapo ali datoteko v projektu opraviti novi klic na spletno
stran. Med temi klici pa je treba čakati 1-2 sekundi, preden ponovno
kličemo. V nasprotnem primeru je spletni strgalnik označen kot napa-
dalec in mu je onemogočen nadaljnji dostop. Zaradi čakanja med klici
se je ta metoda izkazala za skrajno počasno, saj v nekem normalnem
času ni mogoče prenesti dovolj velikega števila projektov za raziskavo.
2. GitHub API
S kombiniranjem različnih zahtev REST lahko dobimo vsebino projek-
tov, vendar se pri tem pojavita dve težavi. Prva je počasnost zahtev
GET, saj za vsak klic mine nekaj časa. Druga težava, ki je mnogo bolj
resna, je ta, da ima GitHub-ov API omejitev 5000 zahtev na uro [5]. V
primeru pregledovanja večjih projektov se 5000 zahtev zelo hitro porabi
in je treba čakati 1 uro, preden lahko ponovno pošljemo zahteve. Izkaže
se, da je ta metoda hitreǰsa kot spletno strganje, a še vedno počasna.
3. Prenos projektov na trdi disk preko Github API-ja
GitHub-ov API nudi storitev, ki nas preusmeri do arhiviranega pro-
jekta, ki je pripravljen za prenos. Prav tako ni urne omejitve za prenos
projektov. Slednje lahko prenesemo s preprostim programom v kate-
rem koli jeziku. Opisana metoda se je izkazala za najhitreǰso, in sicer
v enem dnevu omogoča obdelavo od 5 do 7 tisoč projektov.
Za pridobivanje vsebine projektov smo se odločili za tretjo metodo, in sicer
prenos projektov na trdi disk preko Github API-ja. Kljub hitrosti te metode
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ne bo mogoče v nekem razumnem času prenesti vseh javnih projektov, saj bi
to trajalo slabi dve leti. Zato smo se odločili, da prenesemo 100.000 projektov,
saj menimo, da je to dovolj velik vzorec za raziskovanje. Vsi pridobljeni
projekti skupaj so vsebovali 4.4 milijona javanskih datotek.
3.2 Načrt analiziranja projektov
Cilj diplomske naloge je pridobiti delež projektov, ki vsebujejo različne oblike
funkcijskega sloga programiranja (opisano v 2.1) in ugotoviti, kako se je ta
spreminjal skozi leta. Prav tako je naš cilj sestaviti lestvici najbolj upo-
rabljenih metod nad tokovi in funkcijskih vmesnikov. Cilji se med seboj
povezujejo, saj metode in vmesniki skupaj predstavljajo skoraj celotni funk-
cijski slog programiranja v Javi. Enkrat, ko bomo znali pridobiti vse oblike
metod in vmesnikov, lahko to znanje uporabimo pri vsakem projektu posebej
in tako pridobimo delež projektov, ki vsebujejo funkcijski slog programiranja.
Ali pa to znanje uporabimo na vseh datotekah iz vseh projektov skupaj in
pridobimo lestvico najbolj uporabljenih metod in vmesnikov.
Za dosego teh ciljev bomo morali pregledati javanske datoteke iz prido-
bljenih projektov. Analiziranje velikega števila datotek bo časovno zahtevna
naloga. Zato moramo izbrati način preiskovanja, ki bo optimalen in hiter.
Najprej bomo izbrali najbolǰse orodje za pregledovanje datotek oz. kode, ki je
napisana v datotekah. Nato bomo opisali različne načine preiskovanja glede
na to, ali bomo iskali delež projektov s funkcijskim slogom ali pa sestavljali
lestvici najbolj uporabljenih metod in vmesnikov.
3.2.1 Orodje za pregledovanje kode projektov
Pri pregledovanju kode oz. nizov imamo več izbir. Prvotne izbire pa so se-
veda regularni izrazi, Knuth-Morris-Pratt algoritem (v nadaljevanju KMP)
in Boyer-Moore algoritem (v nadaljevanju BM) [2, 8]. Zadnja dva sta znana
po hitrosti pregledovanja, regularni izrazi pa nudijo poizvedbe, s katerim
lahko poǐsčemo zelo specifične strukture nizov. Zelo mikavno je izbrati algo-
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ritem KMP ali BM zaradi njihovih hitrosti, saj bo pri 4.4 milijonih datotek
pomembna vsaka milisekunda. Hitrost teh dveh algoritmov se namreč zares
pokaže pri zelo dolgih nizih. Javanske datoteke, ki jih bomo pregledovali,
pa so v povprečju zelo majhne oz. kratke. To pomeni, da ne bo neke po-
membne razlike med regularnimi izrazi in KMP ter BM, ne glede na število
datotek. Kvečjemu nam regularni izrazi nudijo prej omenjene poizvedbe,
ki lahko zajamejo vse različne oblike funkcijske paradigme, ki jo bomo pre-
iskovali. Pomembno je tudi to, da so regularni izrazi podprti v številnih
programskih jezikih in bazah. Ni pomembno, za kakšen način preiskovanja
se bomo odločili, vemo namreč, da bodo regularni izrazi podprti in zato bomo
izbrali regularne izraze kot orodje za pregledovanje kode.
3.2.2 Način preiskovanja za pridobitev lestvice metod
in vmesnikov
Kot smo omenili na začetku poglavja, nas zanimajo točno število ponovitev
klicanja metod nad tokovi (v nadaljevanju samo metode) in uporaba stan-
dardnih funkcijskih vmesnikov (v nadaljevanju samo vmesniki). Za vsako
metodo in vmesnik moramo pregledati vseh 4.4 milijonov javanskih dato-
tek. To je časovno zelo potratno, saj vse datoteke ne vsebujejo vseh metod
ali vmesnikov. Najbolj optimalno preiskovanje bi bilo, da za vsako metodo
ali vmesnik pregledamo le datoteke, v katerih se nahaja vsaj ena ponovitev
imena teh metod ali vmesnikov, tudi če je mogoče ta ponovitev neka druga
metoda ali objekt, ki nas ne zanima. To naredimo najlažje tako, da uvo-
zimo vse javanske datoteke v bazo in jih nato ločimo v tabele glede na to, če
vsebujejo klicanje metod nad tokovi ali uporabo vmesnikov (podrobneje opi-
sano v poglavju 3.2.2). Z uvozom posameznih datotek v bazo bomo izgubili
projekte kot celoto, saj ne bomo vedeli, katera datoteka spada h kateremu
projektu. Ampak to nas ne moti, saj nas v tem delu zanima le ponovitev
vseh metod in vmesnikov.
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Ločitev datotek glede na posamezne metode in vmesnike
Za naše raziskovanje smo uporabili bazo MySQL [9]. Se pravi, da bomo
za vsako metodo nad tokovi in funkcijskim vmesnikov ustvarili svojo tabelo
v bazi, v kateri bodo vse datoteke, ki vsebujejo vsaj eno ponovitev imena
metod ali vmesnikov. S tem bomo seveda tudi pridobili ponovitve, ki niso v
funkcijskem slogu, a to nas ne moti, saj hočemo s tem le zmanǰsati velik obseg
datotek. Tabele bodo imele le dva stolpca. Prvi bo hranil enolično identiteto
datoteke, da jo lahko ločimo od drugih. Drugi pa bo hranil celotno vsebino
datoteke in nad njim bomo izvajali regularne izraze. Torej bo vsaka vrstica
predstavljala eno datoteko. Seveda bodo nekatere datoteke prisotne v več
tabelah, saj lahko vsebujejo več metod ali vmesnikov.
Ločitev datotek naredimo tako, da uvozimo v bazo vse datoteke in nato
poženemo poizvedbo (primer take poizvedbe je predstavljen v Izseku kode
3.1), ki pregleda vse datoteke in najde tiste, v katerih se pojavi ime metode
ali vmesnika. Zaradi optimiziranih algoritmov in predpomnilnika baze so
te poizvedbe znatno hitreǰse, kot če bi jih izvajali z javanskim programom.
Izkaže se, da je največja tabela imela 42322 vrstic oz. datotek. To je približno
100-krat manj datotek za preiskovanje v primerjavi z vsemi datotekami.
Izsek kode 3.1: SQL poizvedba, ki ustvari tabelo z imenom map, v kateri se
nahajajo vse datoteke, ki vsebujejo vsaj eno ponovitev metode map.
CREATE TABLE map as
SELECT id,java
FROM data
WHERE java REGEXP ’\\.map\\(\\n?.+\\n?\\)’ ;
Pomankljivosti baze za podrobneǰso analizo in reševanje le teh s
pomočjo javanskega programa
Čeprav je baza zelo optimizirana za obvladovanje in manipuliranje velikih
količin podatkov, je njena podpora za regularne izraze primitivna v naspro-
tju z javanskim programom. Veliko baz, ne samo MySQL, ne podpira niti
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preštevanja števila zadetkov, ki jih dobimo s pomočjo regularnih izrazov, zato
nam onemogočajo podrobneǰso analizo datotek. Prav tako bomo morali za
pridobitev vseh oblik metod in vmesnikov opravljati različne manipulacije z
nizi, ki jih javanski programi omogočajo privzeto in so lažji za uporabo. To-
rej, ko bomo analizirali datoteke, bomo celotno logiko napisali v javanskem
programu. Vsebino datotek pa bomo pridobili iz baze.
3.2.3 Način preiskovanja za pridobitev deleža projek-
tov, ki vsebujejo funkcijski slog programiranja
Preiskovanje deleža projektov bo bolj direktno kot preiskovanje v poglavju
3.2.2. Projekte moramo ohraniti kot celoto, saj moramo točno vedeti, koliko
ponovitev funkcijskega sloga se pojavlja v katerem projektu. Prav tako mo-
ramo posebno beležiti datume, ko so nastali projekti (pridobljeno s pomočjo
GitHub API-ja), saj lahko le tako natančno vidimo, kako se je uveljavljal
funkcijski slog. Uvoz datotek v bazo bi bil nesmiseln, saj moramo v vsakem
primeru pregledati vse datoteke, ne glede na to ali vsebujejo neko obliko
funkcijskega sloga ali ne. Ko bomo pregledovali datoteke, bomo zabeležili
vsako ponovitev metod nad tokovi in funkcijskimi vmesniki (standardni in
uporabnǐski) glede na datoteko, projekt in glede na dan. S tem bomo imeli
celotne podatke, s katerimi lahko pokažemo razvoj funkcijskega sloga progra-
miranja čez leta. Analizo bomo opravili z javanskim programom in datoteke
bomo brali kar z diska (kamor smo jih shranili, kot je opisano v poglavju




V tem poglavju se bomo osredotočili na podrobnosti funkcijskega sloga pro-
gramiranja, ki nam bodo pomagali pri preiskovanju vseh oblik le-teh. Za
orodje preiskovanja smo izbrali regularne izraze in nato skovali načrt za na-
daljnjo analizo. Sedaj je bilo potrebno le poiskati podrobnosti funkcijskega
sloga programiranja, s pomočjo katerega bomo sestavili pravilne regularne
izraze v kombinaciji z javanskimi manipulacijami z nizi, da pridobimo vse
ponovitve. Preiskovanje bomo razdelili na tri glavne dele funkcijskega sloga
programiranja v Javi. To so metode nad tokovi, standardni funkcijski vme-
sniki in uporabnǐski funkcijski vmesniki. Ko bomo znali pridobiti te oblike
funkcijskega sloga, bomo po načrtu (opisan v poglavju 3.2) pridobili naše
želene rezultate.
4.1 Uporabnǐski funkcijski vmesniki
Preiskovanje bomo začeli z uporabnǐskimi funkcijskimi vmesniki, saj so naj-
bolj preprosti za pridobitev. Teh vmesnikov ne bomo potrebovali pri sestavi
lestvic za metod nad tokovi in funkcijskih vmesnikov, ampak jih moramo
poiskati, ko bomo sestavljali delež projektov, ki vsebujejo funkcijski slog
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programiranja. Rekli smo, da je dobra praksa, da te vmesnike označimo
z anotacijo @FunctionalInterface. To nam zadevo zelo olaǰsa, saj je ta
anotacija enolična in predstavlja le uporabnǐske funkcijske vmesnike. Kjer
koli se bo ta anotacija ponovila, vemo, da ponazarja uporabnǐske funkcijski
vmesnik, zato bomo s pomočjo regularnih izrazov iskali točno to specifično
frazo.
4.2 Standardni funkcijski vmesniki
Preiskovanje bomo nadaljevali s standardnimi funkcijskimi vmesniki. Te
bomo razdelili na izrecno definirane z imenom vmesnika (npr. Predicate
<T> p = ....;) in tiste, ki so implementirani preko lambda izrazov (le z vi-
dika lambda izrazov, ne znamo pa povedati, kateri vmesnik implementirajo).
Izrecno definirani vmesniki potrebujejo uvoz paketa, v katerega spadajo -
java.util.function.*. Se pravi, pri preiskovanju datotek, če le-te vsebu-
jejo uvoz paketa, in najdemo ime vmesnika, lahko to zabeležimo, saj smo
lahko prepričani, da je to funkcijski vmesnik. Če razred ali drugi vmesnik
razširja ali implementira funkcijski vmesnik, prav tako potrebuje uvoz prej
omenjenega paketa, in zato bomo tudi te ponovitve ujeli. Vmesniki, kateri so
neposredno implementirani preko lambda izrazov, pa ne potrebujejo uvoza
paketa java.util.function.*. To se lahko zgodi v primeru, če zunanji pa-
ket ponuja metodo, ki kot argument sprejme implementacijo standardnega
vmesnika (lambda izraz). Če bi ta metoda bila del projekta, bi s pregledo-
vanjem kode našli definicijo metode, ki zahteva kot argument vmesnik, in
bi zabeležili to ponovitev. Ker pa metoda prihaja iz zunanjega paketa, ne
moremo pregledati vsebine tega paketa in zato ne moremo vedeti, za kateri
vmesnik gre. Prav tako je le z vidika lambda izraza težko določiti, za kateri
vmesnik gre.
Torej če je kje uporabljen lambda izraz v neki metodi, ki prihaja iz zu-
nanjega paketa, žal ne bomo mogli zabeležiti, za kateri vmesnik gre. V vseh
ostalih primerih pa bomo to zabeležili. Neznani lambda izrazi sicer ne bodo
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upoštevani v izdelavi lestvice za metode in vmesnike, ampak jih še vedno
lahko upoštevamo pri beleženju deleža projektov, ki vsebuje funkcijski slog
programiranja, saj nas tam ne zanima, za kateri vmesnik gre.
4.3 Metode nad tokovi
Na koncu nam ostanejo še metode nad tokovi. Te imajo različne primere
uporabe, ki onemogočajo direktno preiskovanje preko pregledovanja uvoza
paketa (kot pri vmesnikih). Ker se ne moremo zanašati na pregledovanje
uvoza paketa java.util.Stream, bomo morali analizirati datoteke glede na
obnašanje teh metod. To bomo storili tako, da bomo preiskovanje razdelili
glede na tipe metod. To so statične in ne-statične, slednje bomo razdelili
na ne-statične metode, ki sprejmejo argumente, in tiste, ki argumentov ne
sprejmejo.
4.3.1 Statične metode nad tokovi
Pri statičnih metodah ne velja zgoraj napisano, da je mogoče na druge
načine dostopati do teh brez uvoza paketa java.util.stream. Ker so me-
tode statične jih dostopamo preko vmesnika Stream oz. ostalih vmesnikov za
primitivne tokove (npr. IntStream). Do metod lahko dostopamo s tem, da
uvozimo paket, v katerega spadajo ali pa kar uporabimo celotno ime paketa
v kombinaciji z metodo, npr.: java.util.stream.IntStream.of(1,2).
4.3.2 Ne-statične metode nad tokovi
Za dostop do ne-statičnih metod je potreben tok, katerega lahko pridobimo
na dva načina. Prvi je ta, da ga zgradimo s pomočjo zgoraj omenjenih
statičnih metod, drugi pa, da pretvorimo podatkovne strukture s pomočjo
razreda StreamSupport (opisano v poglavju 2.1), kot to delajo omenjene
metode za javanske zbirke stream in parallelStream. Kar je prav tako
opisano v poglavju 2.1, uporaba razreda StreamSupport je namenjena le
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napredneǰsim uporabnikom za pisanje paketov, za ostalo uporabo svetujejo
metode stream in parallelStream. Čeprav bo večina metod nad tokovi
dostopanjih preko teh dveh metod, moramo upoštevati tudi možnost, da
zunanji paketi prav tako nudijo metode, ki pretvorijo njihove zbirke v tok.
To je pa pomembno zaradi tega, ker če tok pridobimo na drug način, uvoz
paketa java.util.stream ni potreben, zato se ne moremo zanašati nanj
pri pregledovanju. Ker pa imajo te metode specifično obnašanje, jih lahko
poǐsčemo na drugačne načine.
Preiskovanje teh metod bomo razdelili na dva dela. V prvem delu bomo
opisali načine iskanja ponovitve metod, za katere smo prepričani, da spadajo
pod metode nad tokovi. V drugem pa bomo opisali načine iskanja ponovitev,
ki na videz izgledajo kot metode nad tokovi, ampak o tem ne moremo biti
prepričani. To bodo v večini metode, ki so dostopane preko objektov, kateri
prihajajo iz zunanjih paketov. Pri vsakem bomo podali zglede javanske kode,
da si bomo lažje predstavljali, kaj ǐsčemo.
Ponovitve ne-statičnih metod, za katere smo prepričani, da so prave
Prve ponovitve metod, za katere smo prepričani, da spadajo pod metode nad
tokovi, so te, ki so dostopane preko objekta, kateri je tipa tok. Spomnimo se,
da obstajajo tudi tipi tokov za primitivne tipe, kot so int, double in long
. Na kar moramo biti pozorni, je to, da če iskane metode niso na začetku
verige dostopanih metod, mora biti pred njimi druga metoda nad tokovi. V
Izseku kode 4.1 prikazujemo primer prvih ponovitev metod, za katere smo
prepričani, da spadajo pod metode nad tokovi.
Izsek kode 4.1: Primer dostopanja do metode map preko toka. Pri tem imamo
dve možnosti. Prva je, da se metoda map nahaja na začetnem mestu v verigi
dostopanih metod, medtem ko pri drugi možnosti metoda ni na začetnem
mestu v verigi.
//Grajenje toka
Stream<String> stream = Stream.of("Ana","Marija");
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//Na prvem mestu v verigi dostopanih metod
stream.map(x -> x.concat("niz")).filter(x -> x.length() > 3);
//Ni na prvem mestu v verigi dostopanih metod
stream.filter(x -> x.length() > 3).map(x -> x.concat("niz"));
Druge ponovitve, za katere smo prepričani, da spadajo pod metode nad
tokovi, so te, ki so dostopane preko metod stream in parallelStream. Te
metode pretvorijo javanske kolekcije v tokove. Prav tako moramo biti po-
zorni, če iskana metoda ni na začetnem mestu v verigi dostopanih metod,
saj mora biti v takem primeru pred to metodo druga metoda nad tokovi. V
Izseku kode 4.2 prikazujemo primer drugih ponovitev metod, za katere smo
prepričani, da spadajo pod metode nad tokovi.
Izsek kode 4.2: Primer dostopanja do metode map preko metode stream, ki
pretvori javanske kolekcije v tokove. Pri tem imamo dve možnosti. Prva
je, da se metoda map nahaja na začetnem mestu v verigi dostopanih metod,
medtem ko pri drugi možnosti metoda ni na začetnem mestu v verigi.
//Na prvem mestu v verigi takoj za metodo stream
kolekcija.stream().map(x -> x++);
//Ni na prvem mestu v verigi takoj za metodo stream
kolekcija.stream().filter(x -> x > 2).map(x -> x++);
Zadnje ponovitve, za katere smo prepričani, da spadajo pod metode nad
tokovi, so te, ki so verižno dostopane. V poglavju 2.1 smo opisali, da je to
naravno obnašanje teh metod. Če v kodi opazimo primer, kjer se metode z
istimi imenom, kot so metode nad tokovi, verižno kličejo med seboj, je zelo
velika verjetnost, da so to naše iskane metode. Ti primeri metod se razliku-
jejo od zgornjih dveh tako, da na začetku niso dostopane preko objekta tipa
tok in niti preko metod stream ali parallelStream. Izkaže se, da večino teh
primerov najdemo nad objekti, ki prihajajo iz zunanjih uporabnǐskih pake-
tov. Ti objekti so najverjetneje tipa tok, vendar tega z gotovostjo ne moremo
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trditi. Pri tem moramo biti pozorni, če je iskana metoda na začetnem me-
stu v verigi dostopanih metod, saj morajo biti v nasprotnem primeru pred
njo druge metode nad tokovi. Prav tako moramo biti pozorni, če iskana
metoda ni na začetnem mestu v verigi dostopanih metod, saj mora biti v
takem primeru pred to metodo druga metoda nad tokovi. V Izseku kode 4.3
prikazujemo primer zadnjih ponovitev metod, za katere smo prepričani, da
spadajo pod metode nad tokovi.
Izsek kode 4.3: Primer dostopanja do metode map, ki ji sledi najmanj ena
druga metoda nad tokovi. Do metode map dostopamo preko objekta, ki
prihaja iz zunanjega uporabnǐskega paketa. Pri tem imamo dve možnosti.
Prva je, da se metoda map nahaja na začetnem mestu v verigi dostopanih
metod, medtem ko pri drugi možnosti metoda ni na začetnem mestu v verigi.
//Zunanji paket
import com.uporabniski.paket;
//Objekt paket, ki prihaja iz zunanjega paketa
//Metoda map je na prvem mestu v verigi
paket.map(x -> x * 0.85)
.filter(x -> x < 8)
.reduce(Double::sum);
//Objekt paket, ki prihaja iz zunanjega paketa
//Metoda map ni na prvem mestu v verigi
paket.filter(x -> x < 8)
.map(x -> x * 0.85)
.reduce(Double::sum);
Ponovitve ne-statičnih metod, ki navidez zgledajo, kot prave
To so ponovitve metod, ki lahko imajo enako ime kot iskane metode nad to-
kovi, vendar niso dostopane preko objekta tipa tok oz. preko metod stream
ali parallelStream. Dostopane so preko objekta, ki prihaja iz zunanjega
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uporabnǐskega paketa. V kodi se pojavljajo samostojno brez verižnega do-
stopanja drugih metod nad tokovi (kot je predstavljeno v Izseku kode 4.3),
zato ne moremo biti povsem prepričani, da spadajo pod metode nad tokovi,
ki so del paketa java.util.stream. Ker kot argument sprejemajo lambda
izraz oz. referenco na metodo, ki je glavni gradnik funkcijskega sloga pro-
gramiranja v Javi, moramo upoštevati možnost, da lahko metoda spada v
paket java.util.stream oz. gre za metodo nad tokovi. V Izseku kode 4.4
prikazujemo primer navidezno pravilnih ponovitev metod.
Izsek kode 4.4: Primer navidezno pravilne metode map, ki ji ne sledijo druge




//Objekt paket, ki prihaja iz zunanjega paketa




V tem poglavju bomo predstavili pridobljene rezultate analize. Razdelili jih
bomo glede na zastavljena cilja. Pri posameznih rezultatih bomo tudi podali
kratko interpretacijo le-teh.
5.1 Lestvica najbolj uporabljenih metod nad
tokovi in funkcijskih vmesnikov
Pri analizi, ki smo jo uporabili za lestvico, smo pregledali 100.000 projektov,
ki so vsebovali približno 4.4 milijone javanskih datotek. Preiskovanje smo
pospešili tako, da smo datoteke s pomočjo baze razdelili glede na ponovitve
metod in vmesnikov, ki so jih vsebovali. Med preiskovanjem smo poleg stan-
dardnih vmesnikov zabeležili tudi število uporabnǐske funkcijske vmesnike.
Pri metodah smo omenili, da nekatere ponovitve izgledajo prave le navide-
zno. Ko bomo v nadaljevanju primerjali rezultate, bomo videli, če nam te
vplivajo na lestvico ali ne.
5.1.1 Lestvica standardnih funkcijskih vmesnikov
V tabeli 5.1 prikazujemo lestvico najbolj uporabljenih vmesnikov, ki je na-
stala z analizo vseh pridobljenih projektov. Lestvica je urejena po številu
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najbolj uporabljenih vmesnikov, in sicer od največ pa do najmanj. Nato
pridobljene rezultate prikažemo še grafično s pomočjo Slike 5.1.
Tabela 5.1: Prikaz lestvice standardnih funkcijskih vmesnikov, ki je prido-
bljena z analizo 4.4 milijonov javanskih javno dostopnih datotek na GitHub-
u. Lestvica je urejena po številu najbolj uporabljenih funkcijskih vmesnikov,
in sicer od največ (vmesnik Function, ki se pojavi v datotekah 31901 krat)
pa do najmanj (vmesnik ObjDoubleConsumer, ki se pojavi le 68 krat).
















































Slika 5.1: Grafični prikaz lestvice standardnih funkcijskih vmesnikov, ki je
pridobljena z analizo 4.4 milijonov javanskih javno dostopnih datotek na
GitHub-u. Lestvica je urejena po številu najbolj uporabljenih funkcijskih
vmesnikov, in sicer od največ (vmesnik Function, ki se pojavi v datotekah
31901 krat) pa do najmanj (vmesnik ObjDoubleConsumer, ki se pojavi le 68
krat).
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Vseh standardnih funkcijskih vmesnikov je 43. Od vseh teh so le štirje
uporabljeni v 67 % vseh ponovitev. Ti štirje so Function, Consumer,
Suplier in Predicate. Vmesnik Function se po pričakovanjih pojavi na
prvem mestu, saj je najpreprosteǰsi način prenosa funkcionalnosti metode,
ki sprejme eno vrednost in vrne rezultat. Ostalih 39 vmesnikov pa so le
predrugačene oblike prvih štirih, razlika je ta, da so namenjene primitivnim
javanskim tipom oz. sprejmejo različno število argumentov. Zaradi pred-
metno usmerjene narave Jave smo pričakovali, da se bodo večkrat pojavljali
vmesniki za generične predmete, in meritve so to pričakovanje potrdile.
5.1.2 Lestvica metod nad tokovi
V tabeli 5.2 prikazujemo lestvico najbolj uporabljenih metod nad tokovi, ki
je nastala z analizo vseh pridobljenih projektov. Pri metodah smo zraven
beležili tudi ponovitve metod, ki so navidezno pravilne. Z zadnjim stolpcom
v tabeli bomo prikazali število vseh ponovitev metod s prǐstetim navidezno
pravilnimi ponovitvami. Tabela je urejena po številu najbolj uporabljenih
metod brez prǐstetih navidezno pravilnih ponovitev, in sicer od največ pa do
najmanj. Slika 5.2 s pomočjo diagrama prikazuje pridobljene rezultate tudi
grafično. Pri metodah, ki so imele tudi navidezno pravilne ponovitve bomo
to nakazali z rdečim stolpcem.
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Tabela 5.2: Prikaz lestvice metod nad tokovi, ki je pridobljena z analizo 4.4
milijonov javanskih javno dostopnih datotek na GitHub-u. Zadnji stolpec ta-
bele prikazuje število vseh ponovitev metod s prǐstetimi navidezno pravilnimi
ponovitvami (navidezno pravilne ponovitve metod so podrobneje opisane v
poglavju 4.3.2). Tabela je urejena po številu najbolj uporabljenih metod brez
prǐstetih navidezno pravilnih ponovitev, in sicer od največ (metoda collect,
ki se pojavi v datotekah 55180 krat) pa do najmanj (metoda flatMapToLong,
ki se pojavi le 15 krat).






collect ne-statična 55180 63541
map ne-statična 48453 65728
filter ne-statična 36537 42382
forEach ne-statična 30369 45302
toArray ne-statična 11306 11327
of statična 9685 9685
findFirst ne-statična 8160 8160
sorted ne-statična 6852 6858
range statična 5622 5622
skip ne-statična 5493 5493
count ne-statična 4790 4790
flatMap ne-statična 4627 7546
anyMatch ne-statična 4010 4761
limit ne-statična 3714 3714
reduce ne-statična 3561 3879
mapToInt ne-statična 3504 3778
sum ne-statična 3497 3497
distinct ne-statična 2395 2395
findAny ne-statična 2079 2079
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boxed ne-statična 1923 1923
mapToObject ne-statična 1886 2113
max ne-statična 1695 1757
mapToDouble ne-statična 1658 1773
min ne-statična 1442 1570
noneMatch ne-statična 1353 1467
iterate statična 1275 1275
concat statična 1191 1191
allMatch ne-statična 1118 1543
empty statična 1027 1027
peek ne-statična 987 1139
generate ne-statična 960 960
mapToLong ne-statična 886 928
average ne-statična 615 615
forEachOrdered ne-statična 456 540
rangeClosed statična 340 340
asDoubleStream ne-statična 249 249
summaryStatistics ne-statična 245 245
builder statična 240 240
flatMapToLong ne-statična 50 50
asLongStream ne-statična 42 42
flatMapToDouble ne-statična 41 41
flatMapToLong ne-statična 15 15
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Slika 5.2: Grafični prikaz lestvice metod nad tokovi, ki je pridobljena z ana-
lizo 4.4 milijonov javanskih javno dostopnih datotek na GitHub-u. Rdeči
stolpec v diagramu prikazuje število navidezno pravilnih ponovitev določene
metode (navidezno pravilne ponovitve metod so podrobneje opisane v po-
glavju 4.3.2). Diagram je urejen po številu najbolj uporabljenih metod brez
prǐstetih navidezno pravilnih ponovitev, in sicer od največ (metoda collect,
ki se pojavi v datotekah 55180 krat) pa do najmanj (metoda flatMapToLong,
ki se pojavi le 15 krat).
Če ponovitvam za katere smo prepričani, da spadajo pod metode nad
tokovi (ki so na Sliki 5.2 označene z modro barvo) prǐstejemo navidezno
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pravilne ponovitve (ki so na Sliki 5.2 označene z rdečo barvo), se spremeni
vrstni red metod v lestvici. Najbolj vidne spremembe so opazne pri metodah
collect, map, filter, forEach in flatMap. Pri slednji se je število pono-
vitev zvečalo iz 4627 na 7546, kar pomeni skoraj 40% povečanje ponovitev,
zato se položaj metode flatMap v lestvici povzdigne za pet mest navzgor
pred metodo sorted. Čeprav metoda flatMap spremeni graf še vedno me-
nimo, da ne vpliva na pravilnost navideznih ponovitev. Prav tako pride do
sprememb na prvih štirih mestih lestvice, in sicer se metoda map povzdigne
na prvo mesto pred metodo collect in metoda forEach se povzdigne na
tretje mesto pred metodo filter. Tudi sprememba na prvih štirih mestih
ne vpliva na pravilnost navidezno pravilnih ponovitev, saj je bila razlika v
številu ponovitev že prej relativno majhna. K tej odločitvi pripomore tudi
dejstvo, da je večina vseh ponovitev (navidezno pravilnih in tistih, za katere
smo prepričani, da so pravilne) prisotnih pri prvih štirih metodah v lestvici,
to nakazuje na korelacijo med navidezno pravilnimi in resnično pravilnimi po-
novitvami. Torej za navidezno pravilne ponovitve metod smo lahko z veliko
verjetnostjo prepričani, da so to res metode, ki spadajo v paket java.util.
stream.
Tako kot pri vmesnikih se tudi tukaj večina ponovitev pojavi le pri štirih
metodah. Od vseh 42 metod se v 67 % primerih uporabi ena izmed metod map
, collect, filter ali forEach. Tako velik odstotek sovpada s pričakovanji,
saj te metode omogočajo uporabo osnovnih funkcionalnosti, ki se velikokrat
uporabljajo pri programiranju. Z uporabo teh metod dobimo kraǰso, bolj ber-
ljivo in intuitivneǰso kodo, zato je tudi pričakovano, da bodo le-te največkrat
uporabljene.
Kot zaključek analize uporabe metod lahko omenimo še število navadnih
oz. zaporednih in vzporednih tokov. Vseh navadnih tokov je bilo 245.146, kar
je 98.3 %. Vzporednih tokov pa je bilo 4042, kar je 1.7 %. Največkrat upo-
rabljena metoda v kombinaciji z vzporednim tokom je metoda forEach s 592
ponovitvami. Velika razlika med tipom tokov je pričakovana, saj vzporedno
programiranje zahteva več znanja in najverjetneje to odvrne kopico progra-
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merjev, čeprav je v primeru metod nad tokovi vzporednost zelo enostavna za
uporabo. Mogoče je pa manǰsa uporaba tudi zaradi tega, ker vzporednost ni
privzeto podprta v Javi in zato tudi način razmǐsljanja temu ni prilagojen.
5.2 Razvoj funkcijskega sloga programiranja
čez čas
V nadaljevanju smo želeli ugotoviti, kako se je uporaba funkcijskega sloga pro-
gramiranja razvijala z leti. Pri tem nismo beležili števila ponovitev določenih
metod ali vmesnikov, kot pri preǰsnji analizi, ampak le število pojavitev ka-
teregakoli funkcijskega elementa v projektu. Pojavitve smo beležili glede
na posamezen projekt in ne le po datotekah. Prav tako smo morali hraniti
datum nastanka projekta, da smo zabeležili, kako se je funkcijski slog razvi-
jal čez leta. Ker pa smo najprej zgradili lestvici metod in vmesnikov, smo
podatke vseh pridobljenih projektov uvozili v bazo (poglavje 3.2.2). S tem
smo izgubili projekte kot celoto in datum nastanka projektov, zato je bilo
nemogoče uresničiti trenutni cilj. Zato smo morali za nadaljevanje analize
pridobiti nove projekte. V nadaljevanju bodo prikazani rezultati, ki so bili
pridobljeni v novih 10570 projektih. To pomeni, da smo od začetka podpore
funkcijskega sloga programiranja v Javi pa do konca leta 2019 za vsak dan
pridobili 5 različnih projektov. Čeprav je to število projektov manǰse kot pri
ustvarjanju lestvic, je še vedno dovolj veliko, da nudi solidno statistično moč.
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5.2.1 Rezultati analize
Slika 5.3: Krožni diagram ponazarja delež projektov, ki vsebujejo oblike
funkcijskega sloga programiranja. Diagram je rezultat analize 10570 javnih
projektov, ki so pridobljeni iz GitHub-a, in sicer 5 projektov na dan za ob-
dobje od 18.03.2014 do 31.12.2019.
Od 10570 pridobljenih projektov jih 2255 vsebuje vsaj eno obliko funkcijskega
sloga programiranja. To predstavlja 21 % celote. To pomeni, da se večina
projektov ne poslužuje niti ene oblike funkcijskega sloga programiranja.
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Slika 5.4: Diagram ponazarja skupno število projektov, ki vsebujejo funk-
cijski slog programiranja čez čas. Diagram je rezultat analize 10570 javnih
projektov, ki so pridobljeni iz GitHub-a, in sicer 5 projektov na dan za ob-
dobje od 18.03.2014 do 31.12.2019.
V obdobju od leta 2014 do 2016 se število projektov, ki vsebujejo funkcijski
slog programiranja, bistveno ne spreminja. Nato uporaba funkcijskega sloga
programiranja v projektih leta 2017 začne počasi naraščati in v letih 2018 in
2019 strmo naraste. V zadnjem letu je kar dvakrat več projektov vsebovalo
oblike funkcijskega sloga, kot v letu 2017.
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Slika 5.5: Stolpični diagram ponazarja spremembo deleža projektov, ki vse-
bujejo funkcijski slog programiranja čez čas. Diagram je rezultat analize
10570 javnih projektov, ki so pridobljeni iz GitHub-a, in sicer 5 projektov na
dan za obdobje od 18.03.2014 do 31.12.2019.
V letu 2014 je delež projektov, ki vsebujejo funkcijski slog programiranja,
večji kot v letih 2015 in 2016, kar pa ne velja za število projektov (glej Sliko
5.4). To je posledica manǰsega števila pregledanih projektov za leto 2014,
ker smo projekte začeli pregledovati od 18. 3. 2014 naprej, saj bila takrat
vpeljana podpora za funkcijski slog programiranja v Javi. Rast uporabe
funkcijskega sloga programiranja se najbolǰse vidi po letu 2017, kjer delež
projektov strmo naraste. V letu 2019 pa delež projektov naraste, na kar 34
%, v nasprotju z leti od 2014 do 2016, ko je delež projektov v povprečju
blizu 15 %. Iz pridobljenih podatkov lahko sklepamo, da se je funkcijski slog
programiranja dobro uveljavil v prevladujoči predmetno usmerjeni Javi. Zato
lahko v prihajajočih letih pričakujemo še večje povečanje deleža projektov,
ki vsebujejo funkcijski slog programiranja.
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Slika 5.6: Diagram ponazarja število ponovitev katerekoli oblike funkcijskega
sloga v projektih čez čas. Diagram je rezultat analize 10570 javnih projektov,
ki so pridobljeni iz GitHub-a, in sicer 5 projektov na dan za obdobje od
18.03.2014 do 31.12.2019.
Na sliki 5.6 vidimo, da število ponovitev uporabljenih oblik funkcijskega
sloga ne narašča konsistentno čez leta, kakor bi pričakovali. Zanimivo je
videti, da dejansko število uporabljenih oblik funkcijskega sloga ni močno
naraslo. Čeprav se število ponovitev poveča v letih 2018 in 2019, je to najver-
jetneje zaradi tega, ker se je v teh letih delež projektov, ki vsebuje funkcijski
slog, povečal.
Če združimo pridobljene podatke iz Slike 5.5 in Slike 5.6 lahko zaključimo,
da se je funkcijski slog delno integriral v Javi, kar je bil najverjetneje tudi
namen razvijalcev Jave. To lahko trdimo, ker delež projektov, ki vsebujejo
funkcijski slog programiranja, strmo narašča, medtem ko število uporablje-
nih oblik funkcijskega sloga v projektih ne narašča konsistentno. To pa ni v
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skladu s pričakovanji, saj bi se moralo število uporabljenih oblik povečevati
skladno z deležem projektov. To pomeni, da funkcijski slog ne izpodrinja
predmetno usmerjenega, ampak ga v določenih primerih le nadomesti. Zato
ne moremo pričakovati, da bodo v prihodnosti celotni javanski programi na-





Cilj diplomske naloge je bil preiskati razvoj funkcijskega sloga programiranja
v privzeto predmetno usmerjeni Javi. Ugotoviti smo želeli, kako se je ta
spreminjal čez čas in kolikšen delež projektov vsebuje oblike funkcijskega
sloga. Prav tako smo si zadali cilj poiskati najbolj uporabljene metode nad
tokovi in standardne funkcijske vmesnike.
Ugotovili smo, da se je funkcijski slog programiranja čez leta dobro inte-
griral v javanski svet. Na začetku ni bilo nekega vidnega povečanja uporabe
funkcijskega sloga, po letu 2017 pa se je to drastično spremenilo. V letu 2019
je delež projektov, ki vsebujejo funkcijski slog programiranja, kar 34 % v
nasprotju s prvimi tremi leti, ko je bilo okoli 15 %. Čeprav se je število oz.
delež projektov s funkcijskim slogom znatno povečal, pa količina ponovitev
funkcijskega sloga, kot so metode in vmesniki, ni tako velika. To nakazuje,
da funkcijski slog ne izpodrinja predmetno usmerjenega, ampak se ustaljuje
kot nadomestilo tega v specifičnih situacijah.
Pri uporabi funkcijskih vmesnikov in metod nad tokovi smo ugotovili,
da programerji uporabljajo v večini primerov zgolj 4 metode in vmesnike.
Pri vmesnikih so to Function, Consumer, Supplier in Predicate. Ti štirje
skupaj zavzemajo 67 % vseh ponovitev. Pri metodah so bili to collect, map,
forEach in filter ter prav tako zavzemajo 67 % vseh ponovitev. Tokovi
omogočajo tudi vzporedno izvajanje operacij, ampak to se uporablja le v
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1.7 % primerih. Metoda, ki je bila največkrat uporabljena v kombinaciji z
vzporednim tokom, je metoda forEach.
Za pridobitev rezultatov smo najprej pridobili veliko število projektov s
pomočjo GitHub API-ja, ki smo jih nato shranili na disk. Glede na cilj smo
vsebovane datoteke v projektih razdelili s pomočjo baze ali pa jih pustili na
disku. Nato smo skovali načrt analize na podlagi zastavljenega cilja. Za
orodje preiskovanih datotek smo izbrali regularne izraze, ki smo jih uporabili
tako v kombinaciji z bazo kot z javanskim programom. Nato smo pognali
poizvedbe z regularnimi izrazi nad vsemi datotekami in rezultate zabeležili.
Med raziskovanjem se je porodilo nekaj idej za izbolǰsavo diplomskega
dela. Prva je ta, da pridobimo vse možne projekte, napisane v Javi, ki so
javno objavljeni na GitHub-u. Z razvojem oblačnih storitev smo pridobili
možnost zelo velikega prostora za shrambo podatkov, ki bi bil zelo upora-
ben za shranjevanje vseh javnih projektov iz GitHub-a. Če bi analizirali vse
te projekte z načrtom, ki smo ga pridobili v tem diplomskem delu, bi bili
rezultati še natančneǰsi, kot so sedaj. Za tako velik prostor v oblaku pa bi
najverjetneje potrebovali nekaj sredstev. Druga ideja, ki ni tako vezana na
sredstva, je ta, da bi namesto regularnih izrazov za analiziranje datotek upo-
rabili odprtokoden javanski prevajalnik, ki bi ga bilo mogoče popraviti na tak
način, da ob prevajanju javanskih datotek zabeleži vse ponovitve funkcijskega
sloga. Regularni izrazi so nam omogočili natančno pregledovanje funkcijskega
sloga do neke meje, nato smo se morali zanašati na obnašanje metod oz. vme-
snikov. Pri metodah smo prav tako pridobili navidezno pravilne ponovitve
metod, katerim pa smo šele nato s primerjavo z ostalimi ponovitvami pripisali
pravilnost. Tudi zunanjih paketov nam ni uspelo pregledati, saj nismo imeli
dostopa do njih. Vseh teh težav bi se rešili, če bi vsako datoteko prevedli,
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