The importance of designing query systems which are effective and easy to use has been widely recognized in the database area. Also, it is well known that the adequacy of a system should be tested against actual users in a well monitored experiment. However, very few such experiments have been conducted. The objective of our study is to measure and understand the comparative ease with which subjects can construct queries in two kinds of visual languages, one diagrammatic and the other iconic.
Introduction
The problem of easily extracting information from databases has been discussed extensively in the database community. Several query modalities representing alternatives to traditional query languages such as SQL, have been proposed. Most of them are based on the use of visual representations and direct manipulation interaction mechanisms (see [1] for a survey of visual query languages, VQLs, and [2] for the definition of direct manipulation). All of the proposed approaches emphasize in principle the role of the end user in the design life cycle of a query system. In addition, the importance of designing and testing interfaces for ease and effectiveness of use has become widely recognized ( [3, 4, 5, 6] ).
However, despite this growing recognition, very few empirical studies aiming at testing and validating the effectiveness of various query styles and interfaces have been conducted in the database field. This is also due to the fact that measuring the ease of using a query language is itself a difficult activity. It requires to identify and control a large number of extraneous variables including, among others, the cognitive capabilities and limitations of the user. To capture at least some aspects of ease of use, experimenters have developed a number of different tasks [7] . The most common are query writing and query reading tasks, which are performed by investigating the relationships between database queries expressed in natural language and the same queries expressed in the query system under study. In query writing, the question is:
"Given a query in natural language how easily can a user express it through the query language statements?
The question for query reading is: "Given a query expressed through the query language statements can the user express the query easily in natural language?". More precisely, what is measured is the user's performance when accomplishing such tasks. Such performance is usually expressed in terms of 1) accuracy of query completion (i.e., user's correctness rate when writing the queries) and 2) user's efficiency (i.e., time spent to complete a query).
Two different classes of experiments have been reported in the literature: one aiming at evaluating the ease of use of a single language, the other aiming at establishing which is the easiest to use among two or more languages. Reisner [7] reviews most of the experimental research on traditional query languages covering mainly work done on SQL and QBE. Recently, QBE and SQL were again compared, taking into account several factors, such as the use of the same database management system, a similar environment, etc. [8] . It is interesting to note that in this new experiment, the query language type affected user's performance only in so-called "paper and pencil" tests, in which case QBE users have higher scores than SQL users. In on-line tests, the user's accuracy was not affected by the type of the language adopted, but the user's satisfaction was much greater with QBE, and his/her efficiency much better. Other earlier surveys on experiments in the database field include papers by Shneiderman [9, 10] and Thomas [11] . A more recent work is presented in [12] . This study concentrated on a language based on the querying technique called "dynamic query". Given a query, a new query is easily formulated by moving the position of a slider with a mouse, and the display of the resulting data is dynamically modified. The language was tested against two other query languages, both providing form fill-in as the input method, but having different output methods. The hypothesis that the dynamic query language would perform better than both other ones was confirmed by the experiment results.
As we said above, a common goal of such empirical studies is to provide a quantitative basis for the comparative effectiveness and ease of use of a given query language and interface. Frequently, they aim at verifying some hypothesis, which could come from either the intuition of the authors or, more often, the simple observation of people using the system 1 . The general approach used in most such studies includes:
1) defining precisely what one is to measure; 2) developing a task for users to perform; and 3) measuring relevant parameters of user's performance (i.e. error rate, time to complete a task, etc.). A few tens of subjects are usually involved in the experiments (ranging from 18 in [12] and 20 in [14] to 65 in [8] ).
In a recent empirical study, Catarci and Santucci, compared the visual query language QBD* (Query by Diagram) with SQL [15] . The results of the study confirmed the hypothesis that a visual language is easier to understand and use than a traditional textual language. In this paper, using primarily the same type of query writing task used earlier by Catarci and Santucci, we describe the outcome of an experiment to compare the effects on user's performance of two different query languages, one iconic and the other one diagrammatic. The independent variables of the experiment are user's skill and query classes. Since we conjectured that there is a significant relationship between the independent variables and the visual query language used, we designed our experiment to test such conjecture.
1 Talking to real users, visiting their working environment, observing how they approach their task are activities which form the basis of usability engineering [3] .
The two visual query languages, developed at the Dipartimento di Informatica e Sistemistica, are QBD* [16, 17, 18] and QBI (Query by Icon) [19, 20] . As we will clarify below, the two languages differ in both the adopted visual formalism (diagrams vs. icons) and the main query strategy (navigation vs. composition).
The visual formalism and the query strategy are two fundamental features of VQLs, since they both determine the nature of the human-computer dialogue, whose improvement is the primary goal of VQLs [1, 6, 21] . Being both diagrams and icons, as well as navigational and compositional query strategies used in most of existing VQLs (see [1] ), the two systems under analysis can be also seen as representative of larger VQL classes. To the best of our knowledge, this is the first experiment comparing the ease of use of two VQLs based on different visual formalisms and query strategies.
The actual experiment was preceded by a teaching period. We tried to make as many of the conditions of the experimentation of the two languages the same as we reasonably could (i.e., teaching method, exam questions, exam procedure, method of scoring). We also examined some background information about the various users in order to divide them into equivalence classes and to assign to each language the same set of classes. This is commonly done in experiments in order to minimize the probable effects of uncontrolled extraneous variables leading to unreliable results The paper is organized as follows. In Section 2, we summarize the elements of QBD* and QBI. In Section 3, we identify and classify the two independent variables, namely user's skill and query classes. In Section 4, we describe the design of the experiment, the results obtained and our interpretation of the findings. Finally, conclusions are drawn in Section 5.
The Prototype Visual Query Systems
In the following we summarize the basic features of the two visual query systems we have tested, namely QBD* and QBI. From an internal point of view, both systems are based on a semantic object-based data model. In particular, QBD* is based on the Entity-Relationship (ER) model [22] , while QBI uses the Binary Graph Model [20, 23] , which corresponds to the Graph Model introduced in [24] restricted to consider binary relationships only. It has been shown in [25] that a trivial mapping exists between the ER model and the Graph Model, so that we can consider the two systems actually based on the same internal data model, namely the Graph Model.
The Graph Model allows one to define a database D in terms of a triple <g, c, m>, where g is a Typed
Graph, c is a set of suitable Constraints, and m is the corresponding Interpretation. The schema of a database is represented in the Graph Model by the Typed Graph and the set of Constraints. The instances of a database are represented by the notion of Interpretation. The set c may be specified by using a logic-based constraint language, which is intended to be exploited by the system designer in order to specify constraints on and meaningful properties of the nodes represented in the Typed Graph. A node in a Typed Graph can be either a class-node representing a class of objects or a role-node representing a relationship between two classes, whereas an edge connects a class-node to a role-node. Moreover, class-nodes are partitioned into two subsets: the set of printable class-nodes (concrete classes) and the set of unprintable class-nodes (abstract classes). The former represent set of objects that are actually values of distinguished domains (real, integer, char, etc.), whereas the latter represent sets of objects denoted simply by object identifiers. We call path in a Typed Graph a sequence of adjacent class-nodes and role-nodes always starting and ending with a class-node.
Given a path it is possible to associate with it a multivalued function which maps every object belonging to the Interpretation of the first class-node to a set of objects of the last class-node of the path. Note that the definition of path does not exclude the presence of cycles.
From the user's point of view, the two systems mainly differ in the visual formalism they adopt for representing the database schemata, and in the basic query strategy. QBD* is based on the use of diagrams, namely ER diagrams, while QBI adopts icons. Both formalisms present complementary advantages and disadvantages. For instance, while diagrams are particularly effective in representing the relationships existing between concepts, which are directly mapped into correspondences among the diagram elements, icons are powerful in resembling objects of the real world having an intrinsic visual representation [26] .
QBD* allows the user to query the database by schema navigation, i.e. by concentrating on a concept and moving from it following the diagram links in order to reach other concepts of interest. QBI works by composition and grouping of icons, i.e. by interpreting simple actions, such as the selection or the dragging of an icon, as a particular chain of operations on the database.
We will see in Section 4.4 how such differences are reflected in the subjects' behavior when composing a query.
QBD*
QBD* is a visual query system based on diagrammatic representations of ER schemata describing the underlying (relational) databases. It balances a high expressive power with a noticeable facility of use.
Concerning the expressive power, it has been proved to be relationally complete. Moreover, it includes a significant class of recursive queries (transitive closure) and handles an extension of the relational algebra set-oriented operators that we call generalized set-oriented operators [27] . The ease of use has been reached through a fully graphical environment. In that environment the user interacts with the system mainly with a mouse-like device, using the keyboard only when necessary.
The general structure of the QBD* query is based on the location of a distinguishing concept (entity or relationship), called the main concept, which can be seen as the entry point of one or more subqueries.
These subqueries express possible navigation from the main concept to other concepts in the schema. The attributes belonging to each subquery are determined by the following strategy: the attributes of the main concept are automatically considered (unless explicitly deleted by the user), while the other ones are shown in the result only if requested by the user. The presence of a main concept associates a type with each subquery. As an example, if the main concept is the entity person, the result of the query will be a set of people (possibly enriched with attributes coming from other concepts), no matter what kind of subsequent operations the user performs to specify it. The subqueries can be combined together by applying several setoriented operators to two or more subqueries derived from the same entity.
Figure 2.1: Schema navigation through existing paths
Once the main concept has been selected, two types of strategies are available for navigating in the schema. The first one allows the user to follow existing paths, so exploiting predefined relationships among data. In the example in Figure 2 .1, through the path (University, In, City) (plus the condition city.name="Rome", in a separate window, not shown in the figure) the user asks for all the Universities in Rome. Figure 2 .2, instead, refers to the second strategy and corresponds to the first part of the answer to query Q4 (see Section 3.2), in which the user searches for all professors whose last name is equal to the last name of a student enrolled for a Rome's University. To find out such professors, the user has to build a new relationship between the entities professor and student (see . Roughly speaking, we can say that a path on the schema corresponds to an ordered sequence of natural joins 2 among the pairs <entity, relationship> constituting the path, followed by final selection and projection. The explicit presence of relationships releases the user from the need of looking for concepts like "foreign keys" and the system can perform in the right way the join operations.
On the other hand, comparing two concepts via a new relationship corresponds to a theta-join between the two involved entities, and it is up to the user the specification of the theta-condition.
QBI
QBI is a system that allows users to query and understand the content of a database by manipulating icons. QBI was originally conceived as an interface for a distributed database of radiological images [28] and subsequently developed into a general purpose query processing facility that is domain independent. It provides intensional browsing through metaquery tools that assist in the formulation of complete queries in an incremental manner using icons and without involving path specification [10, 29] .
(a) (b) Figure 2.2: Schema navigation through the building of a new relationship (2.2a) on the basis of attribute comparisons (2.2b)
In QBI, the concepts of class of objects and attribute of a class exclusively form the external representation of the database structure due to their natural simplicity. Users are presented with database abstractions called complete objects, i.e. completely encapsulated objects, similar to the universal relation abstraction in relational databases [30] . A complete object has several properties called Generalized Attributes (GAs in the following). For example, the set of exams made by a student is treated as a GA of student in a way similar to that of simple attributes such as its name or birthday. In QBI, each class provides a view of the whole underlying database from its own viewpoint. The query language of QBI is based on the select-project paradigm: a query is expressed by first defining the conditions that determine a subset of the chosen class (selection) and then specifying those GAs that are going to be part of the output result (projection). The result of a query can be used subsequently in the composition of more complex queries.
Three windows forming the QBI interface are referred to as the Workspace Window, the Query Window and the Browser Window. In figure 2.3 the three windows of QBI containing the icons related with the experiment database (i.e., students, professors) are displayed.
Workspace Window. This window displays both the primitive and derived classes; each icon in this space corresponds to a class-node of the underlying Typed Graph. The user can freely arrange the icons in the workspace and create duplicates. Pointing an icon corresponds to selecting the viewpoint class-node of a query. In figure 2.3 the selected icon is professor.
Figure 2.3: The three QBI windows
Query Window. In the query window the user composes both the selection, Conditions subwindow, and the projection conditions, Show subwindow, by dragging and arranging icons. Referring to figure 2.3 the condition is: "surname of the professor" equal to "Smith", which is composed by the GA "surname of the professor" (the surname labeled icon), the constant value Smith and the connective equal. Note that the GA "age of the professor" (the age labeled icon) has been dragged in the condition space; this GA could be combined with either another GA or a constant value to create a new atomic condition.
Browser Window. The browser window contains the GAs of the chosen class-node (professor in Figure 2. 3). This set can be composed of thousands of elements. The metaquery operators allow the user to search the desired GAs within a smaller set. Among the various metaquery operators, it is possible to select all the GAs having a certain type. Moreover, it is possible to select either a single valued GA only, or those GAs that include in their paths a certain class-node, i.e. whose description "talk about" a certain concept. For example, the browser window shown in figure 2.3 contains the icon student in the Talk About space, whereas professor is the selected icon. As a consequence, only the GAs of professor talking about student are presented. Note that on the left of each GA icon, a natural language sentence is displayed. This sentence is automatically generated by QBI in order to disambiguate the meaning of the GA.
The Experiment Factors
In this study, we conjecture that there is a significant relationship between the independent variables, user skill and query type, and the visual query language used on the time and accuracy of query construction.
Therefore in the experiment, users of different skill levels will be asked to construct different types of queries. This choice reflects (and aims to validate) the current literature trend which relates the appropriateness of the visual representations to the level of the user's skill and to the kind of queries s/he wants to perform (see, e.g., [31, 32, 33] ).
The User Classes
A few user classifications have been proposed in the database literature (e.g., [31, 33, 34] ). Each of them identifies a certain number of features which permits the labeling of a homogeneous group of users. The number and the kinds of groups differ depending on the specific classification. However, there is at least a general agreement on the initial splitting of the users into two large groups: those who have had a certain instruction period and have database knowledge, and those who do not have specific training in databases. In our experiment we call those two groups skilled and unskilled users respectively. Our unskilled user is roughly characterized by the following features: 1) s/he interacts with the computer only occasionally, 2) has little, if any, training on computer usage, 3) has low tolerance for a formal query language, 4) is unfamiliar with the details of the internal organization of an information system. Usually this user does not want to spend extra time in order to learn how to interact with a query system, and finds it irritating to have to switch media, e.g., to manuals, in order to learn how to interact with the system. Moreover, the unskilled user wants to know where s/he is and what to do at any given moment of the interaction with the system. Notice that the unskilled user is very similar to Cuff's [34] casual users.
On the other hand, skilled users possess knowledge of database management systems, query and manipulation languages, etc., and often like to acquire a deep understanding of the system they are using.
The Query Classes
For the purpose of our experiment we need to identify meaningful classes of queries. Several query classifications have been proposed in the literature (see, e.g., [35, 36, 37] ). However, those classifications are all based on considering the so-called expressive power of the query language, i.e. the ability of the language to extract meaningful information from the database, and/or the complexity of computing the query answer. While extremely valuable in general, such classifications are inadequate for our purposes since they do not take into account the user's point of view, i.e. the user's effort when formulating a query. For example, all queries containing selection operations only are traditionally considered as belonging to the same class, despite the kind of formula used for expressing the selection condition (e.g., with or without boolean operators). However, observing the different difficulties the user encounters when formulating such queries, one can easily conclude that they should be in different classes. Whereas, we need a query classification which evaluates in a different way queries with different intrinsic complexities in terms of user-oriented features.
By a preliminary study on users interacting with QBD* and QBI, we observed significant differences in the ease with which they did formulate the query. These differences are strongly dependent on the number of database concepts involved in the query and the way in which they are related. Thus, we conjectured that these two features could be good candidates for query classification. We exploit the notion of path as introduced in Section 2, for formalizing the two coordinates in terms of:
• the maximum semantic distance of the paths involved in the query;
• the overall number of cycles of the paths involved in the query.
The concept of semantic distance is introduced for ordering the importance of user's access paths. The semantic distance, formally introduced in [19] , is a mathematical function modeling both the meaningfulness and the expected utility of a path for the composition of a query. The meaningfulness of a path can be regarded as the difficulty a user encounters in understanding the path meaning. The expected utility measures "how likely" the path will be used in a query.
More precisely, let P be the set of well formed paths on a Typed Graph, a semantic distance function
SD: P->R is a function mapping every path p ∈ P into a real number SD(p). Given a path p it is possible
to derive numerical attributes, called features of the path, each one representing a characteristic useful for modeling the semantic distance function. In [19] several features have been introduced and motivated. The most significant are: 1) the length of the path and 2) the number of printable class-nodes included in the path (excluding the last node). These two features have been also used in the present work. For the sake of simplicity, the codomain of the semantic distance function has been partitioned into three ranges, namely L, M, H. The L range comprises those queries whose paths have a length less than or equal to two and no printable inclusion. In the M range we put the paths with a length up to 3 and no printable inclusion, i.e.
no printable class-nodes included in it. The H range includes path longer than 3, and/or allowing printable inclusion.
As for computing the second classification coordinate, we recall [19] that every path has associated a function. Such a function is determined by 1) declaring for each class-node of the path an existentially quantified variable ranging on the class-node interpretation, and 2) specifying a set of connection conditions between pairs of consecutive variables, each pair being forced to be included in the interpretation of a rolenode. Now, we define the number of cycles in a path p as a function C(p): P->N. In particular:
C(p) = length(p) -number of distinct class-nodes in the path +1
( 1) where length(p) is the length of the path p in terms of number of role-nodes included in the path.
Referring to the path function, note that when the number of cycles is greater than zero, it follows that there exist at least two existentially quantified independent variables ranging on the interpretation of the same class-node. As a consequence, a query whose formulation requires cyclic paths forces the user to deal with different references to the same class-node.
In the following we describe the six queries used in the experiment. The above features, i.e. length of the path, printable inclusions, and cycles, from now on will be always calculated on the basis of the Typed Graph shown in Figure 3 .1, which is the experiment view of a more general Typed Graph depicting the schema of a University database. coordinates when the codomain of the semantic distance function has been partitioned into three ranges. The same queries have then been grouped into three classes, using the two value partition of the codomain of the semantic distance function. The subjects' performances as a function of these three classes have been deeply studied in the experiment. In the following we will refer to the three classes as close-uncyclic (low-medium semantic distance and no cycles), close-cyclic (low-medium semantic distance and cycles), and far-uncyclic (high semantic distance and no cycles).
The Experiment
The overall objective of our study is to measure and understand the comparative ease with which subjects can construct queries in either the diagrammatic or iconic language. More specifically, we are interested in three questions: 1) given a query in natural language, how easily can a user express it by using either the Diagrammatic or Iconic representation; 2) given different types of queries, is there significant interaction between the query-type and the visual language used; and 3) given different levels of skill is their significant interaction between skill level and query language used? The experiment is designed to determine if there is significant interaction between: 1) the query class and the query language type as represented in 
Participants
A total of thirty-two subjects were used in the experiment. The subjects were student volunteers.
Sixteen of the subjects were third year Computer Science students. The other sixteen were graduate students in science and engineering. One-half of the graduate students and one-half of the undergraduates were assigned to each of the two query language conditions. In addition, as discussed below, experience with query languages and skill level were also taken into account when assigning subjects to the two language groups (see Table 4 .1 4 ). 
Nat ural l an g uag e que ry -----> In t e rf ac e que ry

Procedure
A pretest as well as a background questionnaire were administered to all subjects. The purpose of the pretest was to determine each subject's level of knowledge and understanding of the database query languages. The subjects were then assigned to one of two treatment conditions, iconic or diagrammatic.
Level of experience with query languages and pretest performance scores were used to equate the two groups.
Next all subjects underwent a short training session of equal times in using the diagrammatic or iconic interface environment.
After the training session, each subject was presented with six queries of different levels of complexity in natural language and was asked to construct these queries in one of the two query language environments (see Table 4 .2). The order in which subjects were given the queries (close-uncyclic, close-cyclic, faruncyclic) was counterbalanced across subjects in order to minimize the learning effect. 
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Results
Time in seconds to complete a query and accuracy of query completion were used as the two performance measures. In our analysis we were mainly interested in the differences in performance between the subjects using QBD* and those using QBI. We were also interested in determining whether there was a difference in performance as related to the class of queries and the skill level of the user. Table 4 in table 4 .4, it is clear that skilled subjects take less time to construct a query using the QBD* system. The reason for this result could very well be that skilled subjects have more experience using graphs than the unskilled ones. On the other hand the skilled subjects experience in using icons is similar to that of the unskilled group. 
Discussion
Both the accuracy and the response time of the subjects using QBI seem to be highly sensitive to the semantic distance of the query paths. More specifically, the two queries involving a path with a semantic distance value H, Q6 and Q4 (see Figure 3. 2) respectively, have the lowest degrees of accuracy and the highest response times. On the other hand, QBD* manifests a substantial independence both on the accuracy and on the response time with respect to the semantic distance of the paths involved in the query expression.
Whenever a query contains a cycle (Q2 and Q5), expressing it using QBD* is less accurate and take a longer time. QBI is not affected by the presence of cycles, on the contrary, it yields the best results both in terms of accuracy and response time when cycles are present. In the case of query Q5, the subjects' response time for QBD* is four times as high as the time for the QBI subjects. This difference can be motivated by observing that the attributes belonging to the same concept are reached by following different paths. The previous results can be justified as follows: the sensitivity of QBI to the semantic distance of the paths involved in the query is a direct consequence of the way in which QBI forces the user to think about the query. More specifically, in QBI the user should think about the query predicate as a selection involving generalized attributes. A generalized attribute is a multivalued function that is associated with a path on the underlying semantic schema (see Section 3.2); therefore, either when the path is not composed of all predefined relationships or when the path is long, the user finds it difficult to understand the corresponding path function.
In QBI the navigation phase is replaced with the activity of searching the GA corresponding to the path to be specified. The reason why QBI suffers when the path to be found is semantically distant, is not in the browsing activity itself, but in the cognitive process that comes before the browsing activity, that is to think about the whole path in terms of a function, often multivalued, of the generic instance of the selected class. Referring to the query Q4, for example, the user should have thought to find the GA of professor: "All the students that have the same last name of the professor x". Even though this attribute is not difficult to understand, we have observed that the major part of the subjects just refused the idea that such a kind of GA could have even existed. It is interesting to report the reaction of surprise all the subjects had when, after having spent minutes in trying to understand how to construct the query, they finally realized that such a strange GA was present in the list. In some sense, this reaction demonstrates that the problem with this query was not how to find the GA, but simply to understand what had to be found.
As far as the query Q6 is concerned, the problems we observed in the QBI subjects were similar to the ones described for query Q4. However, in this case, the cognitive process of understanding which GA had to be found for building the query, had less influence on the overall performance. In particular, we observed that the major component for the whole time spent by the subjects in finding the attribute "All the last names of the professors teaching in the University located in the city where student X lives" was due to difficulties in the metaquery techniques.
The reason why QBD* users perform better when expressing queries characterized by a high semantic distance could very well be that paths in QBD* are built manually. As a consequence, the user perceives the whole path not as a unique complex function, but as a sequence of single steps. Moreover, the user has a total control on the path specification, since it is always possible to backtrack and, once the path has been completed, to change the conditions which have been previously specified for each single step.
Considering the queries containing cycles, we can say that whenever a query involves two attributes belonging to the same concept the QBD* users get much more confused than the QBI ones. Our explanation resides mostly in the way in which the two systems present the attributes to the user. In QBD* the attributes of any concept (entity or relationship), are represented as labels grouped into a form associated with the concept (see Figure 2 .2b). As a consequence, when the query is cyclic, the user sees more copies of the same form, belonging to the different occurrences of the same concept met along the path. In order to associate each form with the right concept occurrence, the system automatically adds a number to the attribute labels. However, we noticed that, even using numbers, most users are still confused, not clearly understanding the meaning of the replicated labels.
On the contrary, in QBI a path corresponds to a GA and every GA is visually represented as a different icon on the screen. Therefore, when a query expression contains cycles, the user still perceives a clear distinction among different occurrences to the same concept. In the case of query 5, for example, the path (Person, lives, city, in, University, enrolled, Person) was split into two distinct paths: (city where the person lives) and (city where the University the person is enrolled for is) which were represented by two distinct city icons, as a result almost all the subjects did not get confused in constructing the appropriate selection predicate by combining such icons.
Conclusion and Future Work
In this paper we compared two visual query languages, QBD* and QBI performing a usability experiment on them. The experiment showed significant relationships among the kind of visual language and the user's skill and query classes, pointing out that the two systems exhibit complementary advantages and disadvantages. On the basis of the figures we got we can say that skilled users perform better using the QBD* system, while no significant difference exists concerning the performance of unskilled users. On the other hand, while considering the query classes we discovered noticeable differences between the class of close-cyclic queries (better performed in QBI) and far-uncyclic queries (better performed in QBD*), such differences involve both time and accuracy and are totally independent from the skill of the users. In summary, the analysis of the experiment results allows us to say that both systems got good results in terms of effectiveness, even if such results vary depending on the classes of queries and the kinds of users.
This supports the widely believed opinion that an interface offering to the user various visual representations and query modalities is the most appropriate for a wide set of users and applications (see, e.g., [21, 31, 32, 39] ).
We plan to further investigate on the effectiveness of QBD* and QBI by performing other experiments, at both the University of Rome and the Georgia Institute of Technology, involving a larger number of users and other classes of queries. On the other hand, we will also start to test a prototype of a multiparadigmatic query interface, i.e. an interface offering to the user different visual environments and the possibility to switch among them, which is under development at the University of Rome.
Finally, we want to point out that the results of the experiments led us to make changes in both prototypes. Referring to QBD* it came up by the users' comments that the default option we used in combining two or more attribute conditions (logical AND) was misleading and we removed it. Moreover, the users reported the need of a more uniform way of interacting with the system and we rearranged the user interface in order to present several phases of the query formulation in a homogeneous way in spite of their conceptual difference. As for QBI, we have got extremely valuable hints for improving both the metaquery operators and the query specification mechanism. In particular, we very often observed subjects dragging a GA, say a 1 , in the Talk About space with the purpose of selecting only other GAs having a path including a 1 . Moreover, different subjects once selected an icon and specified an atomic condition, tried to move the GAs of the selected icon directly on the workspace window. This operation was not allowed in the experiment version of QBI. However, it is consistent with the interface philosophy and has a neat semantics: since the variable ranging on the selected icon is in some way bound by the atomic condition, the corresponding GAs can be regarded as queries themselves. Both these mechanisms have now been implemented and we are observing significant improvements in the ease of use of QBI.
