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Abstrakt
Tato práce se zabývá architekturou Model-View-Controller. Vysvětluje princip, model, pou-
žití a výhody architektury. Dále představuje nejznámější webové rámce nad platformou
Java, které této architektury využívají. Jsou to rámce Apache Struts, Tapestry a Spring.
V práci je popsán princip rámců a práce s nimi. Součástí práce jsou i jednoduché aplikace
využívající těchto rámců. Práce podává návod jak tyto aplikace vytvořit. Popisuje a srov-
nává nejnovější verze těchto nástrojů. Rámci Spring se zabývá ve větší míře, popisuje jeho
základní principy a moduly se zvýšeným zaměřením na modul Web MVC.
Abstract
This master thesis deals with an architecture Model-View-Controller. It explains the prin-
ciple, model, usage and benefits of an architecture. Futhure more, it presents the best
known web frameworks on Java platform which derive benefit from this architecture. There
are frameworks like Apache Struts, Tapestry and Spring. In my thesis, the principles of
framworks and the work with them are described. Concerning another part of my thesis,
there are simple applications which use this frameworks. The work gives instructions to
make these applications. It describes and compares the latest versions of these tools. It
deals more with framework Spring, describes its elementary principles and modules with
enhanced sight to Web MVC of Spring.
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Kapitola 1
Úvod
Mezi hlavní důvody rozšířenosti webových aplikací patří všudypřítomnost webového prohlí-
žeče jako klienta. Ten pouze zobrazuje výstup aplikaci a sám nezná aplikační logiku, která
probíhá na serveru. To nám, vývojářům a provozovatelům těchto aplikací, dává možnost
používat složitých nástrojů bez nutnosti instalace na straně klienta. Klient se setká pouze
s výsledným produktem, který často obsahuje pouze nenáročný html kód. Webové aplikace
jsou použity pro implementaci mnoha podnikových i jiných informačních systémů, ale také
internetových obchodů, mailových klientů, diskusních fór aj.
K vytváření webových aplikací lze použít mnoho nástrojů. V této práci se zabývám
vytvářením aplikací nad platformou Java využívající třívrstvou architekturu Model-View-
Controller. Základem technologie Java je platforma Java Platform, Standard Edition (nebo
Java SE, dříve J2SE), která obsahuje kolekci základních API (application programming
interface, neboli rozhraní pro programování aplikací) a knihoven. Další důležitou platfor-
mou je Java Platform, Eterprise Edition (nebo Java EE, dříve označovaná J2EE), která je
určena pro provoz podnikových aplikací a informačních systémů. Základem pro Java EE je
platforma Java SE. Platforma Java dnes patří k nejrozšířenějším programovacím jazykům,
a to nejenom na poli webových aplikací. Příčinu můžeme hledat například v jednoduché
přenositelnosti kódu a tedy nezávislosti na architektuře. V době vydání programovacího
jazyku (dle [14] se datuje k roku 1995) to byl jazyk typově podobný jazyku C++, navíc je
to objektově orientovaný jazyk, který se opírá o robustnost a bezpečnost.
V dnešní době je jeden z nejoblíbenějších způsobů tvorby Java EE aplikací použití MVC
rámců, tzv. frameworků, který většinou (zejména aplikační rámec Spring) vynucuje, aby
aplikace byla rozdělena do třívrstvé architektury. Tyto vrstvy jsou na sobě nezávislé tak, že
úprava a modifikace jakékoliv z nich má minimální vliv na ostatní. Přináší tak jednoduchou
přenositelnost a upravitelnost kódu a snadné rozdělení vývojářských rolí.
Tato práce se čtenářovi snaží vysvětlit princip třívrstvé aplikace Model-View-Controller,
dále přibližuje tři z mnoha používaných frameworků, využívající této architektury. Jsou to
frameworky Struts, Tapestry a Spring. Vysvětluje základní principy těchto rámců, dále
ukáže nastavení těchto aplikací a vytvoření základních kamenů v aktuální verzi. Práce se
nejvíce zaměřuje na aplikační rámec Spring.
Práce si navíc dává za úkol pomoci čtenáři při začátku práce s těmito MVC rámci.
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1.1 Struktura dokumentu
1. Úvod
Tato kapitola (1) objasňuje motivaci práce a naznačuje strukturu dokumentu.
2. Projekt
Kapitola popisuje projekt, který je součástí diplomové práce. Popisuje motivaci, zá-
kladní části a návod, jak s projektem pracovat a využívat jej.
3. MVC
V kapitole 3 se práce zabývá architekturou třívrstvé aplikace Model-View-Controller.
Popisuje princip této architektury.
4. Druhy Java MVC
Kapitola číslo 4 nám nejprve lehce vysvětlí, jak fungují webové aplikace využívající
platfromu Java. Poté se věnuje frameworkům Struts a Tapestry. Vysvětlí nám jejich
princip, včetně praktických ukázek, využívajících jejich aktuální verze, tedy Struts 2
a Tapestry 5.
5. Spring Framework
Kapitola 5 je zaměřena na aplikační rámec Spring. Podrobně nám vysvětlí princip
práce tohoto rámce, nebude chybět příklad ve verzi 2.5.
6. Zhodnocení a porovnání frameworků
Zde shrnujeme vlastnosti jednotlivých frameworků popsaných v této práci.
7. Závěr
V závěru (7) se shrnují poznatky a výsledky diplomové práce.
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Kapitola 2
Projekt
Součástí této práce je i projekt demonstrující reálné aplikace vytvořené nad MVC rámci.
Projekt by měl sloužit pouze pro ukázku vlastností porovnávaných MVC rámců. Na
projekt se často odvolává samotná práce. Jsou zde ukázky a praktické příklady.
Všechny projekty jsou vytvořeny ve vývojovém prostředí Eclipse. Tyto projekty jsou
umístěny na přiloženém CD. Pro úpravu a práci s nimi stačí pouze naimportovat projekt
v tomto programu.
2.1 Funkce projektu
Projekt je primárně určen pouze pro ukázku vlastností, proto neobsahuje žádnou převratnou
funkcionalitu.
Řeší informační systém knihovny. Projekt se skládá ze 3 samostatných webových apli-
kací, kde je každá
”
poháněna“ jiným MVC rámcem.
• Přístup pro administrátory
Zde je implementován vstup do systému pro administrátora. Ten má za úkol spravovat
uživatelské účty. Tedy vytvářet, mazat, upravovat a přidělovat jim role v systému.
• Přístup pro knihovníka
Implementuje přístup pro knihovníka. Ten umožní přihlášenému knihovníkovi spra-
vovat knihy. A zrealizovat samotnou vypůjčku.
• Přístup pro čtenáře
Čtenář si může prohlížet seznam knih k zapůjčení, může si provést rezervaci dané
knihy.
2.2 Perzistentní data
Pro spojení jednotlivých systémů musíme zajistit perzistenci dat. V projektu je použit ORM
(Object Relational Mapping) nástroj Hibernate (více [2]). Ten umožní jednoduché nastavení
databáze a připojení k ní. Pro použití na jiné databázi stačí pouze změnit konfiguraci.
V projektu je použita konfigurace k připojení k lokální databázi PostgreSQL.
Všechny tři podprojekty se připojují ke stejné databázi, to nám zajistí vzájemné pře-
dávání dat.
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2.3 Administrátorská část
Tato část projektu se věnuje administraci uživatelských účtů. Uživatel této aplikace má
možnost výpisu všech dostupných uživatelských účtů. Může zakládat nové, mazat a měnit
stávající. Samozřejmě nastavuje i jejich role v systému.
Webová aplikace je vytvořena pomocí frameworku Spring, verze 2.5. Eclipse projekt se
jmenuje DIP admin. Je odladěn pomoci serveru Tomcat, verze 5.5.
2.4 Část knihovníka
Tato webová aplikace zajišťuje přístup knihovníka do IS. Po přihlášení může uživatel s rolí
knihovníka prohlížet seznam knih. Může přidávat nové, editovat a mazat stávající. Dále
může zapůjčit rezervovanou knihu a vrátit zapůjčenou.
Aplikace je vytvořena pomocí frameworku Struts 2. Eclipse projekt se jmenuje DIP
library. Je spustitelný na serveru Tomcat, verze 5.5.
2.5 Část čtenáře
Webová aplikace obstarávající systém pro čtenáře umožňuje pro přihlášené uživatele s rolí
čtenáře prohlížet seznam knih a požadovanou knihu si zarezervovat.
Aplikace využívá framework Tapestry 5. Projekt v Eclipse se jmenuje DIP reader. Je
spustitelný na serveru Tomcat, verze 6.
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Kapitola 3
Architektura
Model-View-Controller
3.1 Architektura aplikace
Architektura aplikace určuje celkovou strukturu a základní konstrukci částí nebo komplet-
ního počítačového systému.
Pro Java EE se v souvislosti s architekturou aplikace často objevují termíny Model 1
a Model 2. Původně pocházejí z prvních návrhů specifikace JSP. Nakonec sice byla označení
odstraněna, ale často na tyto termíny narazíme.
3.1.1 Model 1
V této architektuře přistupuje prohlížeč přímo k jednotlivým stránkám, otevírá je v dané
URL, kde se nacházejí. Následující stránky bývají určeny pevnými odkazy přímo v doku-
mentu.
Řízení je decentralizované, protože každá stránka zpracovává své vstupy (v parametrech
GET nebo POST).
Pro pochopení poslouží schéma modelu v obrázku 3.1
Tento model je vhodný pro statické stránky nebo jednoduché aplikace, které nevyžadují
proměnné přechody mezi stránkami, centralizované logování, kontrolu přístupu, atd.
3.1.2 Model 2
Tento Model zavádí Controller, který se nachází mezi prohlížečem a otevíranými stránkami
(viz. obr. 3.2). Díky tomu je tedy aplikace řízena centralizovaně. Controller na základě
požadavku, otevíraného URL, vstupních parametrů a aktuálního stavu aplikace, provádí
akce a určuje další stránku, která se zobrazí.
Princip vytváření webových aplikací, který se nazývá Model-View-Controller (MVC) je
postaven na tomto modelu.
3.2 Historie
Architektura má své kořeny ve smalltalku, kde byla poprvé použita. Původně se používala
pro zakomponování postupu vstup-zpracování-výstup do GUI programů. Dle [11] vytvořil
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Obrázek 3.1: Model 1
roku 1979 první implementaci MVC modelu Trygve Reenskaug, který pracoval na projektu
Smalltalk v Xerox PARC (Xerox Corporation Palo Alto Research Center).
Poté se objevilo spoustu odvozenin tohoto modelu. Ovšem nejvíce užíván zůstává MVC.
V listopadu 2002 W3C(World Wide Web Consortium) vytváří MVC struktury jako část
XForms, tedy architerktury pro webové aplikace. Toto bylo začleněno do specifikace XHTML
2.0.
3.3 Model architektury
Vytváření aplikací využívajících MVC vyžaduje vytvoření tří komponent:
• Model je specifická reprezentace informací, s nimiž aplikace pracuje. Tedy je funk-
čním a datovým základem celé aplikace. Poskytuje prostředky pro přístup k datové
základně a stavům aplikace, také pro jejich ukládání a autentizaci.
Bývá implementován pomocí OOP (objektově orientované programování), může ale
být realizován jinak, například běžnými funkcemi.
Na nižší vrstvě je tvořen nějakou formou úložiště dat.
• View vrstva převádí data reprezentovaná modelem do podoby vhodné k prezentaci
uživateli.
Při změně stavu modelu aktualizujeme zobrazení. Tyto změny můžeme dostat dvěma
přístupy. Buďto tzv. push přístupem, kdy se jenom zaregistrujeme v Modelu a ten pak
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Obrázek 3.2: Model 2
sám posílá View notifikace o změnách. Nebo tzv. pull přístupem, kdy se View vrstva
sama obrací na Model a to pokaždé, když potřebuje aktuální data.
Dále View vrstva předává Controlleru události od uživatele, například kliknutí myši
do vykresleného okna nebo vyplněný webový formulář.
• Controller, neboli řadič, reaguje na události, které typicky přicházejí od uživatele
a zajišťuje, podle nich reaguje, tedy volá příslušné procesy modelu, mění jeho stav,
zajišťuje změnu pohledu (View) ap.
Vliv jednotlivých vrstev je zobrazen na obrázku 3.3, který je převzat z [12]
3.4 Použití MVC
Architektura nám umožňuje mnoho způsobu užití, ovšem některé zdroje (např. [10]) uvádějí
doporučené postupy tvorby MVC aplikace:
• Vytvořte nejdříve jen Model bez uživatelského rozhraní a otestujte jeho funkci unit
testy
• Vyberte rámec pro tvorbu Controlleru webové aplikace (třeba Apache Struts nebo
Spring)
• Pokud lze, vyberte technologii pro tvorbu View (třeba JSP+JSTL+Tiles, nebo Fre-
eMarker)
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Obrázek 3.3: Model-View-Controller architektura, převzato z [12]
• Vytvořte uživatelské rozhraní
Koncept MVC může být realizován různým způsobem, ale obecně platí tento princip:
1. Uživatel provede akci v uživatelském prostředí.
2. Controller obdrží oznámení o této akci z objektu uživatelského rozhraní.
3. Controller přistoupí k modelu a v případě potřeby ho zaktualizuje na základě prove-
dené uživatelské akce.
4. Model je pouze jiný název pro doménovou vrstvu. Doménová logika zpracuje změněná
data. Některé aplikace užívají mechanizmus pro perzistentní uložení dat. To je však
otázka vztahu mezi doménovou a datovou vrstvou, která není architekturou MVC
pokryta.
5. Komponenta View použije zaktualizovaný model pro zobrazení zaktualizovaných dat
uživateli. Data získává přímo z Modelu, zatímco Model nepotřebuje žádné informace
o komponentě View (nezávislost).
6. Uživatelské rozhraní čeká na další akce uživatele, který celý cyklus zahájí znovu
3.5 Výhody MVC
Mezi hlavní výhody architektury MVC patří:
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• Snadné použití různými klienty. Pro zavedení nového klienta stačí nadefinovat pouze
nové View, v některých případech (zcela rozdílné vstupní události) je nutný i speciální
Controller. Ovšem Model zůstává vždy stejný.
• Použití MVC přináší minimalizaci duplicitního kódu. Vychází z oddělení jednotlivých
vrstev. Často se i v rámci jednoho klienta volá jedna událost z mnoha míst aplikace.
• Jednoduché rozdělení vývojářských rolí. Musí se předem nadefinovat rozhraní mezi
jednotlivými vrstvami, potom lze tyto části vyvíjet samostatně. Úpravy a modifikace
ve vrstvách mají minimální vliv na ostatní vrstvy aplikace.
• Znovupoužitelnost kódu. Jako model lze použít standardní knihovny či třídy. Existují
také univerzální Controllery.
• Návrh je komplexní a aplikace do budoucna snadně rozšiřitelná.
• Pokud je použit centralizovaný Front Controller, který zpracovává všechny požadavky,
tak lze využít výhody vyplývající z centralizace, například jednoduchá kontrola přís-
tupových práv, logování, apod.
MVC není samozřejmě jediný návrhový vzor. Můžeme se setkat i s jinými, například
Value Object, Page-by-Page Iterator nebo Data Access Object. Ovšem v rámci vý-
voje webových aplikací je Model-View-Controller nejpoužívanější a četnost jeho nasazení
daleko přesahuje všechny ostatní.
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Kapitola 4
MVC rámce nad platformou Java
Tato kapitola se věnuje Java rámcům, které jsou založeny na architektuře Model-View-
Controller.
4.1 Webová aplikace
Protože se jedná o frameworky fungujících převážně ve webových aplikacích a založených na
platformě Java EE, tak je vhodné nejprve vysvětlit pojmy týkající se běhu webové aplikace.
Na obrázku 4.1 z [13] vidíme obsluhu požadavku ve webové aplikaci.
Obrázek 4.1: Webová aplikace - obsluha požadavku, převzato z [13]
Ovšem ptáme-li se, na čem staví aplikace při práci nad HTTP protokolem, dojdeme
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k pojmům webový kontejner a servlety.
Webový kontejner je komponentou aplikačního nebo webového serveru. Umí pracovat
s HTTP požadavky a odpovědmi, alokuje zdroje, zajišťuje běh servletů. Příkladem webo-
vých kontejnerů mohou být Apache Tomcat, IBM WebSphere, BEA Weblogic Server.
Servlety slouží k nízkoúrovňové abstrakci protokolu HTTP. Toto rozhraní definuje me-
tody pro inicializaci a zpracování HTTP požadavků GET a POST. Dále zánik instance
implentující třídy.
Servlety se nasazují do webového kontejneru pomocí balíčků WAR (Web Application
Archive). To je v podstatě adresářová struktura konfiguračních souborů, zkompilovaných
java tříd a dalších souborů.
Teď je vhodné zmínit význam souboru web.xml, který leží v rámci adresářové struktury
v adresáři WEB-INF. Je to vlastně konfigurační soubor aplikace ve kterém se inicializují a na-
stavují jednotlivé servlety (element <servlet>). Můžeme v něm nainicializovat (v elementu
<servlet-mapping>) URL, které zpracovává daný servlet.
4.1.1 JSF – JavaServer Faces
Součástí Java EE je technologie nazývající se JavaServer Faces. Je to prostředí pro vývoj
webových uživatelských rozhraní v jazyce Java od firmy Sun a používá se k oddělené definici
uživatelského rozhraní (faces) od programování aplikační logiky v jazyce Java.
Jedná se o soubory speciálních XML značek, které specifikují odkazy na Java beans
uložené v aplikačním serveru. Tyto značky se importují z TLD (Tag Library Description)
souborů. Každý tento soubor je součástí JSF knihovny. Základní knihovny, jako například
knihovny tagů pro výpis textu, vstup textu, combo box, atd., jsou již specifikovány. Im-
plementace těchto základních specifikací můžeme najít např. v aplikačním serveru od firmy
Sun.
Aplikační logika je oddělená od uživatelského rozhraní. Tato vrstva je na uživatelském
rozhraní nezávislá, implementuje se pomocí backing beanů (standardní Java Beans). Tyto
beany běží na serveru, proto klient nepotřebuje mít nainstalované Java Runtime Enviro-
ment, stačí mu HTML prohlížeč.
Velice zajímavou funkcí JSF je systém navigace – přechodu z jednoho pohledu na druhý.
Lze ji kromě obvyklých pevných odkazů na další pohled definovat navigačními pravidly
(Navigation Rules). Místo odkazů na JSF soubory uvádíme akce. Výstup akce, který bývá
zapsán jako textový klíč, se používá k rozpoznání dalšího pohledu. Tento klíč může v zá-
vislosti na provedené akci být specifikovaný jako pevný, statický nebo metodou na backing
beanu, která vrací typ String, pak se jedná o dynamický klíč.
4.2 Spring
Spring není pouze webový rámec,je to Java aplikační rámec, někdy také bývá označován
jako odlehčený (lightweight) kontejner. Využívá se zejména pro tvorbu webových aplikací,
ale lze jej použít v podstatě pro jakýkoliv typ aplikace. Rámec Spring je velice rozsáhlý
a komplexní, proto mu věnujeme celou kapitolu 5 .
4.3 Apache Struts
Tento webový rámec je vyvíjen v Apache Software Foundation pod hlavičkou projektů
Jakarta (jedná se o projekty, jenž mají něco společného s Javou, např. webový kontejner
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Tomcat).
4.3.1 Historie
Projekt Apache Struts byl spuštěn v roce 2000, u jeho zrodu stál Craig R. McClanahan,
když pro Java komunitu připravil standardní MVC rámec. V červenci 2001 byla vydána
verze 1.0.
Důležitým milníkem tohoto webového rámce je spojení s webovým rámcem WebWork,
čímž vznikl Struts 2, který mimo jiné zjednoduššuje práci vývojářů a přidává různá rozšíření.
4.3.2 Použití Struts v této práci
Součásti tohoto projektu je i jednoduchá aplikace využívající rámec Struts. Přesněji se
jedná o verzi 2.0.14. Jedná se o projekt DIP library. Obstarává část knihovny obsluhující
zaměstnance knihovny, tedy knihovníka. V následujícím textu při vysvětlování frameworku
budou z této práce uvedeny příklady, které by měly čtenáři pomoci při sestavování aplikace
a se začátky práce s Apache Struts.
4.3.3 Struts Controller
Základem Struts, tak jako každé aplikace založená na modelu 2 (viz. 3.1.2), je řídící servlet.
Tento servlet v nové verzi nahrazen filtrem. Princip funkce řídícího servletu lze vidět na
obrázku 4.2. Servlet získá z URL text před .do (tzv. akcí), řídí se konfiguračním souborem
a nalezne danou Java třídu provádějící akci, ta zavolá její metodu execute(). Třída zpracuje
data, která přichází od prohlížeče a vrátí identifikátor, podle kterého servlet vybere stránku,
kterou zobrazí.
4.3.4 Rozdíl mezi Struts 1 a Struts 2
V práci jsem se rozhodl využívat novějšího a modernějšího rámce Struts 2. Vychází (hlavně
principiálně) ze Struts 1, přesto je v mnoha ohledech jiný. Není to pouze nová verze, přináší
nové přístupy a odlišný způsob práce. Struts 1 je dodnes velice rozšířený, neustále si udržuje
velikou členskou základnu a podporu ze strany výrobce (aktuální je verze 1.3.10, která vyšla
v prosinci 2008). I proto zde srovnávám tyto dvě verze. Mezi vylepšeními, které Struts 2
přináší bych vyzdvihl:
• Akce (tedy dá se říci kontrolery) již nemusí rozšiřovat třídu org.apache.struts.
action.Action, jako tomu bylo ve Struts 1. Nyní lze použít libovolný POJO objekt.
Metoda execute() již nemusí vracet identifikátor, který je potomkem org.apache.
struts.action.ActionForward, ale pouze typ String.
• Zrušení ActionForm. Ve Struts 1 se pro získávání dat z formuláře museli vytvářet
speciální třídy ActionForm.
• Integrace s aplikačním rámcem Spring. Lze použít JavaBeany tohoto frameworku.
Například Spring může tvořit společně s Hibernate jádro aplikace a Struts se stará
pouze o zobrazení a obsluhu požadavků.
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Obrázek 4.2: Struts Controller
4.3.5 Aplikace
Před samotným začátkem tvorby aplikace založené na frameworku Struts si stáhneme pro-
jekt z oficiálních stránek ([3]). Já jsem aplikaci vytvářel pro webový kontejner Tomcat 5.5.
Jedná se o opensource řešení s podporou společnosti SUN. Projekt lze stáhnout z oficiál-
ních stránek projektu [4]. Nastavením serveru a začátkem práce s webovou aplikací se dále
věnovat nebudeme a přeskočíme přímo k nastavení týkající se Struts.
Abychom zajistili obsluhu požadavků frameworkem Struts, zaregistrujeme si filtr, který
bude odkazovat na dispečer rámce. To provedeme v souboru web.xml, ten bude vypadat
následovně :
<?xml version=‘‘1.0’’ encoding=‘‘UTF-8’’?>
<web-app id=‘‘WebApp ID’’ version=‘‘2.4’’
xmlns=‘‘http://java.sun.com/xml/ns/j2ee’’
xmlns:xsi=‘‘http://www.w3.org/2001/XMLSchema-instance’’
xsi:schemaLocation=‘‘http://java.sun.com/xml/ns/j2ee
http://java.sun.com/xml/ns/j2ee/web-app 2 4.xsd’’>
<display-name>DIP library</display-name>
<filter>
<filter-name>struts2</filter-name>
<filter-class>
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org.apache.struts2.dispatcher.FilterDispatcher
</filter-class>
</filter>
<filter-mapping>
<filter-name>struts2</filter-name>
<url-pattern>/*</url-pattern>
</filter-mapping>
<welcome-file-list>
<welcome-file>index.jsp</welcome-file>
</welcome-file-list>
</web-app>
Struts dispečer se dál postará o potřebnou obsluhu a přesměrování požadavků. Před-
pokládá, že v classpath projektu bude k dispozici konfigurační soubor struts.xml. Pro
zajímavost udávám konfiguraci uvedenou v souboru web.xml, která se používala ve Struts
1. Zde se místo registraci filtrů používá řídící servlet, který zároveň požaduje jako parametr
cestu ke konfiguračnímu souboru.
<servlet>
<servlet-class>org.apache.struts.action.ActionServlet</servlet-class>
<init-param>
<param-name>config</param-name>
<param-value>/WEB-INF/struts-config.xml</param-value>
</init-param>
<load-on-startup>2</load-on-startup>
</servlet>
<servlet-mapping>
<servlet-name>action</servlet-name>
<url-pattern>*.do</url-pattern>
</servlet-mapping>
4.3.6 Action kontrolery a obsluha formulářů
Jak jsem již zmínil (viz. 4.2), základním stavebním prvkem aplikace poháněné Struts jsou
Action kontrolery. Tyto kontrolery definujeme v souboru struts.xml například takto:
<!DOCTYPE struts PUBLIC
‘‘-//Apache Software Foundation//DTD Struts Configuration 2.0//EN’’
‘‘http://struts.apache.org/dtds/struts-2.0.dtd’’>
<struts>
<package name=‘‘default’’ extends=‘‘struts-default’’>
<action name=‘‘showLogin’’>
<result>/jsp/login.jsp</result>
</action>
<action name=‘‘doLogin’’
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class=‘‘cz.vutbr.xhybas00.struts.action.LoginAction’’>
<result name=‘‘input’’>/jsp/login.jsp</result>
<result name=‘‘error’’>/jsp/login.jsp</result>
<result>/jsp/home.jsp</result>
</action>
...ostatní action kontrolery...
</package>
</struts>
V kódu rozeznáváme 2 zaregistrované kontrolery. První showLogin slouží pouze k zobra-
zení .jsp stránky, sloužící k vyplnění přihlašovacích údajů do systému. Neprovádímé žádné
akce, proto nemusíme vytvářet obsluhující třídu a postará se nám o to sám framework.
U druhého kontroleru doLogin již vytváříme obsluhující třídu, která vypadá následovně:
package cz.vutbr.xhybas00.struts.action;
import java.util.Map;
import com.opensymphony.xwork2.ActionContext;
import com.opensymphony.xwork2.ActionSupport;
import cz.vutbr.xhybas00.hibernate.entities.User;
import cz.vutbr.xhybas00.managers.UserManager;
/**
* Login Kontoler
* @author michal
*
*/
public class LoginAction extends ActionSupport{
private String username;
private String password;
public String execute() throws Exception {
...příkazy, které proběhnout po přihlášení...
pokud je vše v pořádku skončíme return SUCCESS;
nebo return ERROR;
}
...get a set metody pro atributy...
}
Před samotným vysvětlením je vhodné ještě doplnit kód obsluhující mini formulář pro
přihlášení a je obsažen ve stránce /jsp/login.jsp
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<%@ page language=‘‘java’’ contentType=‘‘text/html; charset=UTF-8’’
pageEncoding=‘‘UTF-8’’%>
<!DOCTYPE html PUBLIC ‘‘-//W3C//DTD HTML 4.01 Transitional//EN’’
‘‘http://www.w3.org/TR/html4/loose.dtd’’>
<%@ taglib prefix=‘‘s’’ uri=‘‘/struts-tags’’ %>
<html>
<head>
<meta http-equiv=‘‘Content-Type’’ content=‘‘text/html; charset=UTF-8’’>
<link type=‘‘text/css’’ rel=‘‘stylesheet’’
href=‘‘/DIP library/style.css’’ />
<title>Knihovnik</title>
</head>
<body>
<div class=‘‘telo’’>
<h1 class=‘‘nadpis’’>Prihlaseni - knihovnik</h1>
<div class=‘‘obsah’’>
<s:form action=‘‘doLogin’’ method=‘‘POST’’>
<div>
<s:actionerror />
<s:fielderror />
</div>
<table style =‘‘margin: 0px auto;’’>
<tr><td>
<s:textfield name=‘‘username’’ label=‘‘Uzivatelske jmeno’’/>
</td></tr>
<tr><td>
<s:password name=‘‘password’’ label=‘‘Heslo’’/>
</td></tr>
<tr><td>
<s:submit value=‘‘Login’’/>
</td></tr>
</table>
</s:form>
</div>
</div>
</body>
</html>
Framework nám nabízí knihovnu s tagy pro snadné použití akcí (viz. [7]).
Nyní si můžeme vysvětlit funkčnost a prováděné akce.
Při vytvoření požadavku, tedy zavolání stránky showLogin.action řídící dispečer vy-
bere ze souboru struts.xml obsluhující třídu. V tomto případě půjde o plnou režiji fra-
meworku. Tento action kontroler dle konfigurace zobrazí stránku jsp/login.jsp. Na této
stránce pomocí tagu využívajících systémem Struts 2 sestavíme formulář, který se obslu-
huje akčním kontrolerem doLogin. Tento kontroler je také zaregistrován v konfiguračním
souboru. Již ho samy obsluhujeme.
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Zde vidíme první výhodu nového frameworku, nemusíme registrovat další formulářový
objekt, ale políčka pro vyplnění si zadáme přímo v obsluhujícím action kontroleru. Tyto atri-
buty musí mít get a set metody. Po odeslání formuláře se zavolá metoda execute(), která
vrací akci. Zde záleží, zda se přihlášení provede, či nikoliv. Podle toho se vypíše příslušné
.jsp (zaregistrováno v konfiguračním souboru). Tedy pokud, se přihlášení povede, skončíme
metodu execute() příkazem return SUCESS; a zobrazí se stránka /jsp/home.jsp.
4.3.7 Zobrazení tabulky
Zde si uvedeme jednoduchý příklad zobrazení tabulky pomocí frameworku Struts. Bude se
jednat o tabulku s výpisem knih pro knihovníka, která kromě zobrazení knih nabízí možnost
vypůjčení zarezervované a vrácení vypůjčené.
Nejprve si v souboru struts.xml zaregistrujeme nový action kontroler :
<action name=‘‘bookList’’
class=‘‘cz.vutbr.xhybas00.struts.action.BookListAction’’>
<result name=‘‘login’’>/jsp/login.jsp</result>
<result>/jsp/booklist.jsp</result>
</action>
Jak vidíme, nastavili jsme si název akce, tedy pro jakou stránku se nám bude daný
kontroler volat, poté dva
”
výsledky“, tedy jsp stránky, které se nám zobrazí, více nám
napoví samotná Java třída.
...
/**
* Kontroler pro zobrazeni knih
*/
public class BookListAction extends ActionSupport{
private List<Book> bookList;
private String username;
public String execute() throws Exception {
Map session = ActionContext.getContext().getSession();
//overeni, zda je prihlasen uzivatel
Object o = session.get(‘‘user’’);
if (o instanceof User) {
User user = (User) o;
//a zda ma uzivatel roli knihovnika
if (RolesUtils.ROLELIBRARIAN.equals(user.getRole())) {
//overeni se povedlo, naplnime hodnoty
username = user.getName();
bookList = BookManager.getBooks();
return SUCCESS;
}
}
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return LOGIN;
}
...
}
Jak to tedy bude fungovat? Když filter dispečer příjme dotaz na zobrazení stránky
booklist, zjistí z konfiguračního souboru, že náleží action kontroleru BookListAction.
Tedy spustí se její metoda execute(). Zde se ověří (z aplikačního kontextu), zda má
přihlášený uživatel roli knihovníka. Pokud ano, naplní se seznam knih pomocí managera
(v projektu řešeno pomocí Hibernate, ale lze jednodušše nahradit jakýmkoliv jiným řešením,
dle filozofie MVC). A zobrazí se stránka, která je uvozená slovem SUCCESS. Tu zjistíme dle
nastavení v struts.xml výše. Tedy se jedná o stránku /jsp/booklist.jsp. Při neúspěchu
ověření uživatele bude zobrazena stránka pro přihlášení.
Zde již samotné zobrazení tabulky s výpisem.
...začátek .jsp...
<table class=‘‘books’’ cellpadding=‘‘0px’’ cellspacing=‘‘0px’’>
<tr>
<th>Autor</th>
<th>Nazev dila</th>
<th>Vypujceno</th>
<th>Zarezervovano</th>
<th></th>
</tr>
<s:iterator value=‘‘bookList’’>
<tr>
<td><s:property value=‘‘author’’/></td>
<td><s:property value=‘‘title’’/></td>
<td><s:property value=‘‘lend.name’’/></td>
<td><s:property value=‘‘reservation.name’’/></td>
<td>
<s:if test=‘‘lend’’>
<a href=‘‘return.action?id=<s:property value=’’id’’/>’’>
Vratit
</a>
</s:if>
<s:else>
<s:if test=‘‘reservation’’>
<a href=‘‘lend.action?id=<s:property value=‘‘id’’/>’’>
Pujcit
</a>
</s:if>
</s:else>
</td>
</tr>
</s:iterator>
</table>
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Na příkladu lze vidět použití tagů dodávaných s frameworkem. Iterujeme seznam knih
a postupně zobrazujeme (jako sloupce tabulky) hodnoty. Dále nabízíme možnost vrácení
a půjčení. Výsledné zobrazení, které můžeme vidět v okně prohlížeče lze vidět na obrázku
4.3.
Obrázek 4.3: Zobrazení knih pomocí Struts
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4.4 Tapestry
Tapestry je objektově orientovaný webový rámec nad platformou Java. Využívá modelu
MVC. Tapestry vytvořil Howard Lewis Ship jako nezávislý rojekt. Později byl adoptován
do rodiny projektů Apache. Nyní je dál vyvíjen pod hlavičkou Apache Software Foundation.
Tapestry se liší tím, že nepoužívá JSP, je postaven přímo nad Servlet API. Proto má
vytvořen vlastní systém šablon. Ten je velice úzce provázaný s Controllerem.
Tapestry je momentálně
”
živé“ ve dvou verzích. Ve starší verzi Tapestry 4 a nové Ta-
pestry 5. Problém je ve vzájemné nekompatibilitě a velice těžkému přechodu mezi těmito
dvěma verzemi.
V projektu jsem se rozhodl demonstrovat nový framework Tapestry 5. Ale právě kvůli
”
živosti“ a nutno podotknout i
”
životaschoponsti“ projektu Tapestry 4 začínám právě s
vysvětlením tohoto frameworku.
4.4.1 Popis verze 4
Tapestry si zakládá na objektové orientovanosti a na odstínění od Servlet API. Každá šab-
lona stránky může mít svoji ovládací třídu, implicitně stejně pojmenovanou (např. šabloně
Home.html přísluší ovládací třída Home, v balíčku, který se určí konfigurací). Šablony jsou
HTML stránky, vytvářené vývojářem. V těchto stránkách najdeme některé HTML tagy
označené speciálním atributem jwcid. Tyto atributy zapřičiňují, že místo obsahu tagu se
zavolá kód vykreslující určitou komponentu. Tyto komponenty lze vzájemně vnořovat.
Pro i18n texty (vhodné například pro lokalizaci) lze v Tapestry použít speciální kon-
strukci <span key=
’’
klic‘‘>. Texty pro dané klíče se hledají v ResourceBundle .properties
souborech, které jsou pojmenovány stejně jako šablona a ovládací třída. Tyto soubory jsou
umístěny v adresáři /WEB-INF.
Dále lze v šablonách využít speciální jazyk OGNL (Object Graph Navigation Language),
který je podobný JSP EL jazyku. Tento jazky se využívá pro přístup k datům a metodám
Java tříd.
Jednodouché provázání HTML a obsluhu událostí pomocí Java třídy můžeme vidět na
následujícím příkladě: Mějme v Home.html následující odkaz:
<a href=
’’
#‘‘ jwcid=
’’
@DirectLink‘‘ listener=
’’
listener:doClick‘‘>
increment counter
</a>
Po kliknutí na odkaz increment counter se vyvolá metoda doClick() :
public abstract class Home extends BasePage {
...
public abstract int getCounter();
public abstract void setCounter(int counter);
public void doClick() {
int counter = getCounter();
counter++;
setCounter(counter);
}
...
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}
Tato hodnota lze i samozřejmě v daném HTML zobrazit, použijeme k tomu následující
tag:
<span jwcid=
’’
@Insert‘‘ value=
’’
ognl:counter‘‘>
Obsah tohoto tagu se zahodí a zavolá se vykereslení komponenty Insert.
4.4.2 Obsluha formulářů
Třída, plnící funkci ovládání stránky, může implementovat rozhraní PageBeginRenderListener.
To zapřičiní, že je upozorněna na začátek vykreslování stránky, tedy může například nasta-
vit hodnoty ve formuláři
Data pro formulář jsou v JavaBeanu, ukládána a zpřístupněna jsou přes getters a setters
metody ovládací třídy a OGNL. Příklad ovladače stránky:
public abstract class FormService extends BasePage
implements PageBeginRenderListener {
public abstract Bean getBean();
public abstract void setBean(Bean bean);
public void pageBeginRender(PageEvent event) {
Bean bean = getBean();
//nastavení beanu jak jak je potřeba pro formulář
setBean(bean);
}
//obsluha odeslání formulář:
public IPage sendForm() {
Bean bean = getBean();
//zde můžeme před odesláním provést úpravy
}
}
Příklad šablony, která je ovladačem řízena:
<form jwcid=
’’
form@Form‘‘ success=
’’
listener:sendForm‘‘>
<table>
<tr>
<th><span key=
’’
from‘‘>From</span></th>
<td><input jwcid=
’’
@TextField‘‘ value=
’’
ognl:bean.begin‘‘/></td>
</tr>
...
</table>
</form>
Jak je patrno z příkladů, metody ovladačů stránek, které poskytují property, musí být
abstraktní. Instance ovladačů jsou sdíleny všemi uživateli, proto je nutné data udržovat
pomocí properties, ne přímo v ovladači. Toto omezení odstraňuje Tapestry 5 zavedením
anotací.
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4.4.3 Tapestry 5
Verze 5 přináší nový způsob psaní kódu, psaný metodou zespoda nahoru. Samozřejmě
zůstává koncepce, kterou se Tapestry vyznačuje, tedy komponentový přístup tzv. šablon.
Tapestry 5 nám přináší mnoho novinek, které například odstraňují některá omezení.
• Komponenty nemusí rozšiřovát základní třídy dodané framworkem.
• Komponenty nemusí být abstraktní. Tedy pouze čisté, jednoduché POJO(plain old
Java objects) objekty.
• Tapestry nemusí používat XML stránky a properties soubory se specifikacemi kom-
ponent. Data mohou být uloženy přímo v Java třídách (ovladačích), používají se Java
anotace.
• Změna šablon Tapestry komponentů je provedena okamžitě, bez nutností restartu
aplikace.
• V neposlední řadě je nová verze Tapestry mnohem rychlejší než předešlá.
Tapestry 5 přináší i nové principy, mezi které patří vytváření statických struktur a dy-
namického chování. Toto přináší spoustu výhod:
• Tapestry aplikace mohou obsahovat delší stránky a mnohem více komponent.
• Tapestry aplikace mohou být navrženy velmi komplexně, obsahující kompletní funk-
cionalitu.
• Tapestry aplikace mohou být vytvářeny většími a více odlišnými týmy.
• Tapestry aplikace mohou obsluhovat více uživatelů.
4.4.4 Popis aplikace Tapestry 5
Testovací aplikace je, jak již jsem zmínil, vytvořena pomocí frameworku Tapestry 5. Nutno
podotknout, že nastavení a spuštění aplikace bylo ze všech tří testovaných framworků nejob-
tížnější. Částečně proto, že Tapestry nemá až tak kvalitní dokumentaci a veškerá podpora
je směřovaná na spuštění pomocí serveru Jetty, nejlépe v kombinaci s nástrojem Maven 2.
Já jsem nevytvářel žádný projekt pomocí Maven a snažil jsem se všechny aplikace rozjet
na stejném serveru, což se mi podařilo jen částečně.
I přes údajnou podporu tomcatu 5.5 se mi framework v této verzi nepodařilo rozjet
a byl jsem nucen spustit pod verzi 6.0, který se liší v podpoře verze Servlet a JSP.
Samotná aplikace představuje přístup do knihovny ze strany koncového uživatele, tedy
čtenáře. Název projektu je DIP reader.
Tedy jak vypadá konfigurace v souboru web.xml:
<?xml version=‘‘1.0’’ encoding=‘‘UTF-8’’?>
<web-app xmlns:xsi=‘‘http://www.w3.org/2001/XMLSchema-instance’’
xmlns=‘‘http://java.sun.com/xml/ns/javaee’’
xmlns:web=‘‘http://java.sun.com/xml/ns/javaee/web-app 2 5.xsd’’
xsi:schemaLocation=‘‘http://java.sun.com/xml/ns/javaee
http://java.sun.com/xml/ns/javaee/web-app 2 5.xsd’’
id=‘‘WebApp ID’’ version=‘‘2.5’’>
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<display-name>DIP reader</display-name>
<context-param>
<param-name>tapestry.app-package</param-name>
<param-value>cz.vutbr.xhybas00.tapestry5</param-value>
</context-param>
<filter>
<filter-name>app</filter-name>
<filter-class>org.apache.tapestry5.TapestryFilter</filter-class>
</filter>
<filter-mapping>
<filter-name>app</filter-name>
<url-pattern>/*</url-pattern>
</filter-mapping>
<welcome-file-list>
<welcome-file>/login</welcome-file>
</welcome-file-list>
</web-app>
Nastavení je opět jednoduché, zaregistruje se filter, který poté přesměrovává řízení na
jednotlivé komponenty. Toto řízení je zde vyřešeno originálním a netradičním způsobem.
Tedy registrujeme context, kde uvedeme název balíčku v aplikaci. Při přístupu do aplikace
TapestryFilter přesměrovává na třídu, která má název stejný jako požadovaná URL a je
v balíčku zaregistrovaná v balíku <zaregistrovaný context package>.pages. V našem
případě to budou třídy v balíku cz.vutbr.xhybas00.tapestry5.pages. Daná třída musí
mít v kořenu webové aplikace (v přiloženém projektu je to /WebContent) také html šablony
se stejným názvem a koncovkou tml.
I když se to zdá velmi složité, není tomu tak. Vždy stačí ve výše uvedeném balíku
vytvořit Java třídu (která nemusí nic rozšiřovat a je pouze POJO objekt) a v adresáři
/WebContent vytvořit šablonu se stejným názvem. Když pak příjde HTTP dotaz s tímto
jménem (např. http://localhost/DIP reader/login ) bude obsloužen třídou s názvem
stránky a zobrazen v příslušné šabloně.
Je to velice výhodné pro programátora, který již nemusí nikde nic registrovat, ani vy-
tvářet jakékoliv konfigurační soubory.
Nyní se podívejme na samotnou obsluhu požadavku. Pokud obsluhující třída (můžeme jí
označit jako kontroler) obsahuje metodu onActivate(), pak je tato metoda spuštěna před
načtením stránky. Může vracet buď null, pak je zobrazena šablona se stejným názvem nebo
objekt jiného typu z tohoto balíku, pak je požadavek přesměrován na další třídu. V této
metodě si většinou připravujeme data k zobrazení, popřípadě předvyplňujeme formuláře.
Ve vzorové aplikaci zde i kontrolujeme přihlášeného uživatele.
Tapestry 5 plně používá výhodu, kterou nám přinesla Java ve verzi 5 a tou jsou anotace.
Pomocí anotací v kontroleru nastavíme vše. Ať už se jedná o komponentu (@Component), na-
příklad formulář, či jakýkoliv objekt přenášený do/z view vrstvy pomocí anotace @Property.
Dále se zde vyskytuje injektáž závislostí, kterou proslavil zejména framework Spring. Jedná
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se o anotaci @Inject a tímto do třídy dopravujeme jakékoliv řídící objekty (například
HTTPRequest).
Řídící třída dále může obsahovat metodu pro validaci formuláře (onValidateForm())
a jeho odeslání (onSuccess()).
Nyní se podívejme na příklad login kontroleru.
package cz.vutbr.xhybas00.tapestry5.pages;
import org.apache.tapestry5.annotations.Component;
import org.apache.tapestry5.annotations.Property;
import org.apache.tapestry5.corelib.components.Form;
import org.apache.tapestry5.ioc.annotations.Inject;
import org.apache.tapestry5.services.Request;
import org.apache.tapestry5.services.Session;
import cz.vutbr.xhybas00.hibernate.entities.User;
import cz.vutbr.xhybas00.managers.UserManager;
import cz.vutbr.xhybas00.utils.RolesUtils;
/**
* Login kontroler
* @author michal
*
*/
public class Login {
@Component
private Form loginForm;
@Property
private String username;
@Property
private String password;
@Inject
private Request request;
Object onActivate() {
Session session = request.getSession(false);
if (session == null) {
return null;
}
Object o = session.getAttribute(‘‘user’’);
if (o instanceof User) {
User user = (User) o;
if (RolesUtils.ROLEREADER.equals(user.getRole())) {
return Home.class;
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}
}
return null;
}
void onValidateForm() {
User user = UserManager.getReaderUser(username, password);
if (user == null) {
loginForm.recordError(‘‘Spatne uzivatelske jmeno nebo heslo’’);
password = ‘‘’’;
return;
}
Session session = request.getSession(false);
session.setAttribute(‘‘user’’, user);
}
Object onSuccess() {
return Home.class;
}
}
Příklad nám hezky demostruje použití všech výše zmíněných funkcí frameworku.
Takováto třída musí mít samozřejmě i odpovídající šablonu, tedy Login.tml :
<html xmlns:t=‘‘http://tapestry.apache.org/schema/tapestry 5 0 0.xsd’’>
<head>
<meta http-equiv=‘‘Content-Type’’
content=‘‘text/html; charset=UTF-8’’ />
<link type=‘‘text/css’’ rel=‘‘stylesheet’’
href=‘‘/DIP reader/style.css’’ />
<title>Prihlaseni</title>
</head>
<body>
<div class=‘‘telo’’>
<h1 class=‘‘nadpis’’>Prihlaseni - ctenar</h1>
<div class=‘‘obsah’’>
<t:form t:id=‘‘loginForm’’>
<t:errors/>
<table style =‘‘margin: 0px auto;’’>
<tr>
<td>
<t:label t:for=‘‘username’’>Uzivatelske jmeno:</t:label>
</td>
<td>
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<input type=‘‘text’’ t:id=‘‘username’’ t:type=‘‘TextField’’
t:label=‘‘userame’’ t:validate=‘‘required’’/>
</td>
</tr>
<tr>
<td>
<t:label t:for=‘‘password’’>Heslo</t:label>
</td>
<td>
<input type=‘‘text’’ t:id=‘‘password’’ t:label=‘‘password’’
t:type=‘‘PasswordField’’ t:validate=‘‘required’’/>
</td>
</tr>
<tr>
<td/>
<td>
<input type=‘‘submit’’ value=‘‘Odeslat’’/>
</td>
</tr>
</table>
</t:form>
</div>
</div>
</body>
</html>
Jak je vidět, psaní šablony není moc náročné, tedy pokud máme znalostí použití při-
ložených tagů (výborný seznam i s popisy a příklady zde: http://tapestry.apache.org/
tapestry5/tapestry-core/ref/org/apache/tapestry5/corelib/components/). Všim-
něme si například tagu pro inputy, zvlášť řešení s validací. Zde zadáme, že je nutné toto
políčko vyplnit a tapestry přidá JS funkce, které toto pohlídají. Tedy validace v tomto pří-
padě proběhne bez nutnosti odesílání formuláře a tím se samozřejmě sníží zatížení serveru.
Nevyplnění některého políčka v tomto případě znázorňuje obrázek 4.4.
Tím samozřejmě nekončí možnosti šablon. Ty jsou z testovacích frameworků nejrozsáh-
lejší, ukažme si například jak pomocí Tapestry 5 vytvoříme zobrazení tabulky dostupných
knih.
Nejprve vytvoříme jednoduchý kontroler (jedná se o třídu cz.vutbr.xhybas00.
tapestry5.pages.BookList)
public class BookList {
@Property
private String username;
@Property
private Long userid;
@Inject
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Obrázek 4.4: Ošetření špatně vyplněného formuláře pomocí Tapestry
private Request request;
@Property
private Book book;
public List<Book> getBooks() {
return BookManager.getBooks();
}
Object onActivate() {
...zde pouze ověřuji přihlášeného uživatele...
}
Object onActionFromReserve(long id) {
...zde se provádí kód pro rezervaci titulu ...
}
}
Všimněme si metody getBooks(), tato volá managera, který vrací seznam knih. Šablona
k této metodě přistupuje jako kdyby to byla
”
property“ s názvem books. Zde je příklad
mluvící za vše, jedná se část v šabloně zobrazující seznam knih a nabízející rezervaci (soubor
BookList.tml).
<t:grid source=‘‘books’’ row=‘‘book’’ add=‘‘rezervovat,stav’’
include=‘‘id,author,title’’>
<t:parameter name=‘‘rezervovatcell’’>
<t:if test=‘‘book.reservation’’>
Rezervovano
<t:parameter name=‘‘else’’>
<t:actionLink t:id=‘‘Reserve’’ context=‘‘book.id’’>
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Rezervovat
</t:actionLink>
</t:parameter>
</t:if>
</t:parameter>
<t:parameter name=‘‘stavcell’’>
<t:if test=‘‘book.lend’’>
Vypujceno
<t:parameter name=‘‘else’’>
<t:if test=‘‘book.reservation’’>
Rezervovano
<t:parameter name=‘‘else’’>
K dispozici
</t:parameter>
</t:if>
</t:parameter>
</t:if>
</t:parameter>
<t:parameter name=‘‘empty’’>
<p>Nejsou k dispozici zadne knihy</p>
</t:parameter>
</t:grid>
Na příkladu je ukázáno použití šablony pro vykreslení tabulky, kdy data bere právě
z metody getBooks(), která vrací seznam objektů typu Book, z atributů této třídy jsou ve
vykreslování tabulky použity položky id, author a title. Dále (jak vidno z kódu) přídáváme
sloupce tabulky s názvem rezervovat a stav. Tam přidáváme možnost rezervace (není-li již
kniha rezervována) a zobrazíme stav. Výsledek je zobrazen na obrázku 4.5.
30
Obrázek 4.5: Jednoduché zobrazení tabulky pomocí Tapestry
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Kapitola 5
Spring Framework
Základ tohoto open-source projektu je kód, který byl publikován v roce 2003 Rodem Johnso-
nem [8] . Zde se odráží Johnsonova několikaletá analytická, konzultanská i programátorská
zkušenost s tvorbou rozsáhlých Java EE aplikací. Kód byl navrhnut pro zefektivnění řešení
některých běžných problémů, se kterými se JEE vývojář potkává, a pro celkové zjedno-
duššení a snížení ceny návrhu vývoje těchto aplikací. Od té doby je tento projekt, jehož
rozšiřováním vznikl aplikační rámec, velikým hitem v oblasti vývoje pokročilých JEE apli-
kací.
Rámec Spring je využíván zejména pro tvorbu webových aplikací, ale lze jej využít pro
jakýkoliv typ aplikace (například pro vytvoření desktopové aplikace).
Nyní si nastíníme, jak nejvíce Spring usnadňuje vývoj Enterprise aplikací:
• Pomoc při odstranění těsných programových vaze jednotlivých POJO objektů a vrstev
za pomocí návrhového vzoru Inversion of Control (IoC).
• Volba implementace business vrstvy pro aplikační architekturu a ne aby nám architek-
tura předepisovala implementaci. Můžeme si například vybrat mezi EJB (Enterprise
Java Beans) nebo POJO (plain old Java objects).
• Řešení různých aplikačních domén bez nutnosti použití EJB, například transakční
zpracování, podpora pro remoting business vrstvy formou webových služeb.
• Podpora pro implementaci komponent, které přistupují k datům. Může to být formou
přímeho JDBC či ORM technologií a nástrojů jako Hibernate.
• Odstranění závislostí na různých konfiguracích a jejich pracné dohledávání a zjišťování
významu.
• Abstrakce, která vede ke zjednodušenému používání dalších částí Jave EE (například
JavaMail, JDBC).
• Usnadnění psaní a užívání unit testů.
• Správa a konfigurační managment business komponent.
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5.1 Návrhové vzory Inversion of Control a Dependency In-
jection
Spring Framework, jak již bylo zmíněno, je postavený na návrhovém vzoru Inversion of Con-
trol (Ioc). Česky bychom tento vzor mohli pojmenovat obrácené řízení. Principem tohoto
dlouho používaného vzoru je přenesení řízení běhu programu z kódu, který navrhuje progra-
mátor, na podpůrný aplikační rámec. Programátor tedy jen dopisuje kód, který obsluhuje
nějáký požadavek, který příjde z kontejneru, ve kterém je jeho komponenta zaregistrována.
Ioc se vzájemně doplňuje s jiným návrhovým zdrojem - Dependency Injection (DI), do
češtiny lze dle [9] přeložit jako Injektáž závislostí. Zatímco Inversion of Control nám s jis-
tou nadsázkou říká stavte aplikaci jako skládačku. Dependency Injection naopak prakticky
pomáhá k dobré dekompozici.
DI nám řeší zkonstruování vazeb (závislosti) mezi jednotlivými třídami, kterých u veli-
kých aplikací vzniká mnoho. Tato vazba vzniká napřiklad, když objekt A obsahuje odkaz
na objekt B (tedy závislost objektu A na B). Při použití DI budou při startu kontejneru,
který tyto objekty spravuje, oba vytvořeny a v A bude bude inicializován odkaz na objekt
B.
Z toho návrhového vzoru vzniká několik zajímavých vlastností:
• Framework dává dohromady části aplikace a knihovny. Spojuje je dohromady ve fun-
kční celek.
• Spring je neinvazivní, tedy programátor nemusí používat žádnou z knihoven fra-
meworku, může používat svoje vlastní.
• Správné používání IoC vede k čistě napsané aplikaci. Nemusí se používat singletony
a návrhový vzor vybízí k používaní interface.
• Aplikace je lépe testovatelná.
5.2 Koncept
Všechny vlastnosti a funkce Springu bychom mohli, dle [6] schématicky začlenit do šesti
modulů, které jsou zobrazeny na obrázku 5.1
Tento dokument se nebude věnovat podrobně všemi moduly Springu, pouze nastíní
základní funkce a pak se bude věnovat, dle zaměření celého dokumentu, webové vrstvě,
tedy Spring Web MVC.
5.2.1 Modul Core
Core modul (někdy nazývaný jako jádro) tvoří základ celého frameworku. Základem tohoto
modulu tvoří implementace BeanFactory (též továrna tříd), ta má na starosti základní
funkcionalitu rámce Spring, tedy zejména provázání objektů pomocí DI. Továrna tříd se
dál stará o životní cyklus jednotlivých POJO objektů, tedy vytvoření, nastavení vazeb,
inicializace, poskytování objektů k použití a ukončení při zastavení kontejneru.
Součásti jádra se ve verzi 2 stal i modul Context, který zobecňuje práci s BeanFactory na
úroveň registru (obdoba JNDI) a přidává funkční nadstavbu, například v podobě podpory
resources bundles. Tím nejzajímavějším je ovšem odstínění od Továrny tříd. Context modul
hraje roli prostředníka mezi klientským kódem a BeanFactory.
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Obrázek 5.1: Základní moduly frameworku Spring, převzato z [6]
5.2.2 Modul DAO
Tento model poskytuje, jak napovídá název (zkratka DAO znamená Data Access Object),
abstraktní vrstvu pro práci s JDBC API. Umožňuje odstranění opakujícího se kódu (získá-
vání spojení, vytváření statementu, iterování přes result set, . . . ).
5.2.3 Modul ORM
Modul podporuje integraci OR nástrojů. Jsou to například JPA, JDO, Hibernate a iBatis.
Při použití tohoto modulu je samozřejmostí možnost využití dalších funkčností Springu,
jako je podpora transakcí a AOP.
5.2.4 Modul AOP
AOP je modul implementující podporu pro aspektově orientované programování. Toto
umožňuje separovat části kódu prolínající se celou aplikací (vhodné pro logování, auto-
rizaci, aj.) do takzvaných aspektů a jejich následnou aplikaci na jakýkoliv objekt.
Využívání AOP se prolíná celým frameworkem a je označována za jednu z nejsilnějších
vlastností Springu.
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5.2.5 Modul Web
Modul je určen k podpoře integrace s web frameworky. Díky tomuto modulu můžeme do
aplikace řízenou Springem zaintegrovat například webový framework Struts, WebWork, aj.
Poslednímu modulu Web MVC se věnujeme v 5.3.
5.2.6 Použití modulů
Obrázek 5.2 z [6] nám ukazuje i celou střední vrstvu Java EE aplikace, která je sestavená
pomocí Spring Frameworku a využití jeho jednotlivých modulů.
Obrázek 5.2: Schéma JEE aplikace plně postavené na možnostech Springu, převzato z [6]
Na vrcholu sedí MVC modul využívající služeb Web modulu, jako validace vstupních
dat, podpora pro zpracování multipart obsahu, napojení vstupních dat na Domain model
aplikace nebo integrace s vhodnou view technologii pro prezentaci dat. Uprostřed leží busi-
ness vrstva s definicí business logiky v POJO objektech, na této vrstvě jsou realizovány
transkace pomocí AOP modulu. Business vrstva je vystavena díky podpoře remotingu jako
webová služba. Data pro business logiku poskytuje Data Access vrstva řešená za pomoci
ORM a DAO modulu. Celá aplikace pak může běžet jak v servletovém kontejneru typu
Tomcat/Jetty, tak v plnohodnotném J2EE serveru.
Důležité je, že Spring nemusí pokrývat nutně celou aplikaci, ale můžeme jej využít
takřka v jakémkoli scénáři, například v součinnosti se Struts, EJB nebo pro tvorbu aplikace
využívající JDBC.
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5.3 Web MVC
Je sice mnoho kvalitních MVC webových rámců (například 4), které se dají jednoduše pou-
žít ve Spring aplikaci. Ovšem Spring přináší také vlastní implementaci tohoto rámce, jeho
největší výhodou je, že integruje modul MVC do jednotlivého prostředí tohoto svým po-
krytím všeobjímajícího rámce. Jednolivé moduly MVC tak mohou jednodušše a průhledně
využívat služeb, které poskytují ostatní moduly Springu.
Asi nejdůležitější třídou v rámci modulu Spring Web MVC je
org.springframework.web.servlet.DispatcherServlet. Tato třída představuje Front
Controller, který všechny požadavky dané aplikaci příjmá. Pak je dále předává Cont-
rollerům, které se o vyřízení požadavku postarají. Proces popisuje obrázek 5.3 z [6]
Obrázek 5.3: Zpracování požadavku pomocí Spring Web MVC, převzato z [6]
5.3.1 Zpracování požadavku
Každý požadavek, který je příjmut Front Controllerem (DispatcherServlet), je zpracován
následujícím způsobem:
1. Do atributu požadavku s názvem
DispatcherServlet.WEB APPLICATION CONTEXT ATTRIBUTE je umístěn aplikační kon-
text daného servletu. Ostatní objekty, podílející se na cyklu požadavku, jej zde mají
k dispozici.
2. Do objektu požadavku je přidán atribut národního prostředí, který je dalšími prvky
využíván k rozpoznávání národního prostředí.
3. Do objektu požadavku je přidán atribut detektor motivu, který je dalšími prvky vy-
užíván k identifikaci individuálních uživatelských nastavení.
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4. Pokud je v aplikačním kontextu definován objekt s názvem
multipartResolver, tak je objekt požadavku zabalen do objektu implementujícího
rozhraní MultipartHttpSertvletRequest. Provádí se to pro usnadnění práce s poža-
davkem.
5. V aplikačním kontextu jsou nalezeny všechny objekty typu HandlerMapping a jsou
dotázány na Controller, který požadavek zpracuje, dále na interceptor, který pro-
vede předzpracování a postzpracování požadavku. Pokud aplikační kontext neobsa-
huje žádný objekt třídy HandlerMapping, vytvoří se nová instance třídy
BeanUrlHandlerMapping
6. Požadavek je předáván interceptoru, ten předzpracuje požadavek ještě před tím, než
je předán Controlleru. Může provést libovolnou akci, takže i například přesměrovat
požadavek a tím normálnímu pokračování zpracování.
7. Požadavek je předán objektu typu HandlerAdapter z aplikačního kontextu. Tento
objekt určuje, jaký typ kontroleru bude použit v následujícím kroku. Toto je zde za
účelem možnosti snadné výměny Spring MVC rámce za jiný s jiným typem Cont-
rollerů.
8. Konečně je požadavek předán Controlleru ke zpracování, ten vytvoří model a jeho
zobrazení a předá požadavek dál.
9. Požadavek je znovu předán a zpracován interceptorem.
10. Logický název pohledu, který vytvořil Controller, je předán detektorům pohledu
(objekty typu ViewResolver), které jsou vyhledány v aplikačního kontextu. První
úspěšný detektor vrátí výsledek.
11. Model je zobrazen.
5.3.2 Controllery
V [15] byla publikována hiearchie Controllerů, které používá Spring Framework. Viz. obra-
zek 5.4.
5.3.3 Interceptory
Interceptory jsou ukázkou použití AOP ve Springu. Jsou to vlastně metody, které jsou
volány v nějáké fázi zpracování požadavku.
Základní interceptor umožňuje následující metody:
• preHandle, která je volána před zpracováním požadavku kontroleru.
• postHandle je volána po zpracování Controllerem.
• afterCompletion je zavolána po zobrazení modelu View vrstvou.
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Obrázek 5.4: Hiearchie Controllerů, převzato z [15]
5.4 Projekt
Projekt využívající Spring Framework představuje třetí přístup ke knihovnímu systému.
Tedy se jedná o přístup administrátora do systému. V našem
”
systému“ má administrátor
pouze pravomoce ke správě uživatelů.
Projekt je vytvořen pomoci dnes velice oblíbené kombinace Spring + Hibernate. Lze
v něm najit nejen použití webové vrstvy, ale například i modulu DAO (viz. 5.2.2), které
jsou využité pro komunikaci s Hibernate, potažmo databází.
Projekt využívá nové verze Spring Frameworku, tedy verze 2.5, která přinesla mnoho
vylepšení oproti verzi 2.0 (viz. v [5]). Jako nejvetší změnu a přínos považuji zavedení anotací.
Programátor si od této verze může zvolit, zda nastavení provede pomocí staršího způsobu,
tedy definice v xml souboru, či zda použije anotace. Metody definice se dají kombinovat,
což se samozřejmě kvůli přehlednosti nedoporučuje, ale může to pomoci s postupným pře-
chodem na anotace u větších systémů. Protože oba přístupy jsou pořád hojně používany
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a na odborných fórech se vedou nekonečné pře o jejích výhodách a nevýhodách, rozhodl
jsem se v práci nastínit i možnosti staršího způsobu deklarace.
Aplikace je vyvájena a odladěna na tomcatu verze 5.5.
5.4.1 Spuštění aplikace
Pro rozjetí aplikace je nutné zaregistrovat hlavní kontroler, tedy dispečer servlet a aplikační
kontext. Provedeme to v souboru jak jinak než v souboru web.xml. Toto definiční xml tedy
vypadá následovně.
<?xml version=‘‘1.0’’ encoding=‘‘UTF-8’’?>
<web-app id=‘‘WebApp ID’’ version=‘‘2.4’’
xmlns=‘‘http://java.sun.com/xml/ns/j2ee’’
xmlns:xsi=‘‘http://www.w3.org/2001/XMLSchema-instance’’
xsi:schemaLocation=‘‘http://java.sun.com/xml/ns/j2ee
http://java.sun.com/xml/ns/j2ee/web-app 2 4.xsd’’>
<listener>
<listener-class>
org.springframework.web.context.ContextLoaderListener
</listener-class>
</listener>
<servlet>
<servlet-name>dispatcher</servlet-name>
<servlet-class>
org.springframework.web.servlet.DispatcherServlet
</servlet-class>
</servlet>
<servlet-mapping>
<servlet-name>dispatcher</servlet-name>
<url-pattern>/</url-pattern>
</servlet-mapping>
<servlet-mapping>
<servlet-name>default</servlet-name>
<url-pattern>*.css</url-pattern>
</servlet-mapping>
<welcome-file-list>
<welcome-file>/index.jsp</welcome-file>
</welcome-file-list>
<session-config>
<session-timeout>30</session-timeout>
</session-config>
</web-app>
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Dále vytvoříme dva konfigurační soubory, pro aplikační kontext (applicationContext.
xml), jehož konfigurace obsahuje beany aplikační a perzistenční logiky a pro dispečer servlet
(dispatcher-servlet.xml). Okrajově si zde ukážeme nastavení aplikačního kontextu.
Je tu prostor pro nastavení springu a jeho chování. Například definujeme detektor po-
hledů. Ten má za úkol transformaci logického názvu pohledu na kontkrétní šablonu, jak je
popsáno v kapitole 5.3.1. Definujeme takto.
<bean class=‘‘org.springframework.web.servlet.view.UrlBasedViewResolver’’>
<property name=‘‘viewClass’’
value=‘‘org.springframework.web.servlet.view.JstlView’’>
</property>
<property name=‘‘prefix’’ value=‘‘/WEB-INF/jsp/’’></property>
<property name=‘‘suffix’’ value=‘‘.jsp’’></property>
</bean>
Jak je patrno, v aplikaci lze jako odpovědi odesílat JSP stránky, tyto stránky používají
JSTL (JavaServer Pages Standard Tag Library). Zároveň máme zadefionvanou cestu, kde
jsou stránky uloženy.
Dále zde máme zadefinován zdroj zprav. Tedy zdroje odkud bude spring načítat lokali-
zované zprávy.
<bean name=‘‘messageSource’’
class=‘‘org.springframework.context.support.
ReloadableResourceBundleMessageSource’’>
<property name=‘‘basename’’ value=‘‘WEB-INF/messages/messages’’ />
<property name=‘‘cacheSeconds’’ value=‘‘20’’ />
<property name=‘‘fileEncodings’’>
<props>
<prop key=‘‘WEB-INF/spring/messages cs’’>UTF-8</prop>
<prop key=‘‘WEB-INF/spring/messages en’’>UTF-8</prop>
<prop key=‘‘WEB-INF/spring/messages’’>UTF-8</prop>
</props>
</property>
</bean>
Jak vidíme jsou zde zaregistrovány 3 soubory se zdroji. Spring nejprve vyhledávanou
zprávu v lokálním souboru, poté v obecném. Pokud tedy budeme používat český pro-
hlížeč, Spring automaticky nejprve vyhledává v souboru messages cs.properties, když
tam požadovanou zprávu nenalezne, podívá se do textttmessages.properties. Když ani tam
nenalezne, vrátí chybu. Způsob volání zpráv bude popsán později.
Dále máme v applicationContext.xml uloženo nastavení k připojení k databázi, může
být následující.
<bean id=‘‘sessionFactory’’
class=‘‘org.springframework.orm.hibernate3.annotation.
AnnotationSessionFactoryBean’’>
<property name=‘‘configLocation’’
value=‘‘classpath:hibernate.cfg.xml’’ />
<property name=‘‘hibernateProperties’’>
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<props>
...nastavení voleb Hibernate...
</props>
</property>
<property name=‘‘dataSource’’ ref=‘‘dataSource’’/>
</bean>
<bean id=‘‘dataSource’’
class=‘‘org.apache.commons.dbcp.BasicDataSource’’
destroy-method=‘‘close’’>
<property name=‘‘driverClassName’’ value=‘‘org.postgresql.Driver’’ />
<property name=‘‘url’’
value=‘‘jdbc:postgresql://localhost:5432/dip’’ />
<property name=‘‘username’’ value=‘‘michal’’ />
<property name=‘‘password’’ value=‘‘michal’’ />
</bean>
Ještě je vhodné doplnit kód konfiguračního souboru, kde se definují návaznosti na ta-
bulky. Nachází se (jak lze vyčíst) v souboru hibernate.cfg.xml.
<?xml version=‘‘1.0’’?>
<!DOCTYPE hibernate-configuration PUBLIC
‘‘-//Hibernate/Hibernate Configuration DTD 3.0//EN’’
‘‘http://hibernate.sourceforge.net/hibernate-configuration-3.0.dtd’’>
<hibernate-configuration>
<session-factory name=‘‘HibernateSessionFactory’’>
<mapping class=‘‘cz.vutbr.xhybas00.hibernate.entities.User’’/>
</session-factory>
</hibernate-configuration>
Vidíme, že konfigurační soubor obsahuje poze třídu, která mapuje tabulku. Mapování
je dále prováděno přímo ve třídě, pomocí anotací. Ale to už se netýká frameworku Spring,
ale jsou to anotace, které dodává Hibernate.
Co nás ale zajímá je definování komponent v aplikačním kontextu. Například se může
jednat o managery. V této práci je použita následující definice.
<context:component-scan base-package=‘‘cz.vutbr.xhybas00.managers.impl’’>
<context:include-filter type=‘‘annotation’’
expression=‘‘org.springframework.stereotype.Service’’/>
</context:component-scan>
To nám určí balíček, který bude při startu aplikace oskenován a dle anotací budou
vytvořeny beany. Tak jak je tomu u třídy cz.vutbr.xhybas00.managers.impl.
UserManagerImpl.
package cz.vutbr.xhybas00.managers.impl;
import java.util.List;
import org.joda.time.DateTime;
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import org.springframework.beans.factory.annotation.Autowired;
import org.springframework.stereotype.Service;
import org.springframework.transaction.annotation.Propagation;
import org.springframework.transaction.annotation.Transactional;
import cz.vutbr.xhybas00.hibernate.dao.UserDao;
import cz.vutbr.xhybas00.hibernate.entities.User;
import cz.vutbr.xhybas00.managers.UserManager;
/**
* Implementace tridy UserManager. Stara sa o manipulaci s uzivateli
*
* @author michal
*/
@Service(‘‘userManager’’)
@Transactional(propagation = Propagation.REQUIRED)
public class UserManagerImpl implements UserManager {
...Implementace metod obsažených v UserManager ...
}
Anotace nám říkají, že tato bean bude implementovat rozhraní UserManager, tedy když
kdykoliv (například v kontroleru) budeme požadovat tento manager následujícím způsobem,
bude dodán tento objekt.
@Autowired
UserManager userManager;
Kdybychom tento manager deklarovali pomocí staršího způsobu, tak by kód v appli-
cationContextu vypadal takto.
<bean id=‘‘userManager’’ abstract=‘‘true’’
class=‘‘cz.vutbr.xhybas00.managers.impl.UserManagerImpl’’
autowire=‘‘byType’’ />
Samotná třída už by samozřejmě žádné anotace neobsahovala. Dopravení beany do kon-
troleru by probíhalo tak, že bychom ji při definici kontroleru museli zadat v konfiguračním
xml. O tom později.
Jak jsem zmínil výše, v aplikaci jsou použity DAO objekty, proto zde uvedu ještě jejich
definici, jsou opět použity anotace, takže definice v konfiguračním souboru je takovéto.
<context:component-scan
base-package=‘‘cz.vutbr.xhybas00.hibernate.dao.impl’’>
<context:include-filter type=‘‘annotation’’
expression=‘‘org.springframework.stereotype.Repository’’/>
</context:component-scan>
Opět Spring provede sken zadaného balíku a bude hledat anotace, které odpovídají
zadanému typu. Najde například třídu UserDaoImpl.
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package cz.vutbr.xhybas00.hibernate.dao.impl;
import java.util.List;
import org.springframework.stereotype.Repository;
import cz.vutbr.xhybas00.hibernate.dao.UserDao;
import cz.vutbr.xhybas00.hibernate.entities.User;
/**
* Implementace tridy UserDao, ktera se stara o perzistentne ukoly.
*
* @author michal
*/
@Repository(‘‘userDao’’)
public class UserDaoImpl extends BaseDaoImpl<User, Long> implements
UserDao {
Chování bude stejné jako s předchozím managerem. Vytvoří se beana, která bude vždy
na požádání
”
nainjektovaná“, vždy když deklarujeme rozhraní UserDao a zadáme anotaci
@Autowired
5.4.2 Kontrolery a zobrazení
Teď to nejdůležitější, jak bude vypadat deklarace kontrolerů.
V následujicím kódu ukážu deklaraci kontrolerů, jedná se o obsah souboru
dispatcher-servlet.xml.
<context:component-scan
base-package=‘‘cz.vutbr.xhybas00.spring.controllers’’ />
<context:component-scan
base-package=‘‘cz.vutbr.xhybas00.spring.validators’’ />
Opět tedy pouze definujeme skenovací balíček, kde se budou vyhledávat kontrolery.
Kromě toho si všimněte zadaného i druhého balíčku, kde, jak název napovídá, budou uloženy
validátory.
Kontroler si ukážeme na příkladu HomeControlleru, tento jednoduchý kontroler má za
úkol pouze zobrazít úvodní stránku.
package cz.vutbr.xhybas00.spring.controllers;
import org.apache.commons.logging.Log;
import org.apache.commons.logging.LogFactory;
import org.springframework.stereotype.Controller;
import org.springframework.web.bind.annotation.RequestMapping;
/**
* Kontroler zobrazujici uvodni admin uvodni stranku
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* @author michal
*
*/
@Controller
@RequestMapping(‘‘/home.html’’)
public class HomeController {
protected final Log logger = LogFactory.getLog(getClass());
@RequestMapping
public void handle(){
}
}
Vysvětleme si funkci jednotlivých anotací. Jak lze odhadnout, požadavek se na kontroler
přesměruje při obsluze stránky /home.html. Anotace @RequestMapping před metodou nám
tuto metodu určuje, že se bude volat před samotným přesměrováním na jsp stránku, která
bude, vzhledem k nastavené detektoru pohledu (viz. výše) /WEB-INF/jsp/home.jsp.
Jak by takový kontroler vypadal, pokud bychom použili starou verzi bez anotací? Na-
příklad servlet-dispatcher.xml by musel obsahovat definici beany označující homeCon-
troller.
<bean id=‘‘homeController’’
class=‘‘cz.vutbr.xhybas00.spring.controllers.HomeController’’ />
Dále musíme nastavit mapování kontroleru na konkrétní URL.
<bean id=‘‘urlMapping’’
class=‘‘org.springframework.web.servlet.handler.SimpleUrlHandlerMapping’’>
<property name=‘‘mappings’’>
<props>
<prop key=‘‘/home.html’’>homeController</prop>
</props>
</property>
</bean>
Samotný kontroler pak musí rozšiřovat třídu SimpleFormController.
Nyní se podíváme na složitější kontroler, abychom mohli shlédnout všehny výhody,
které nám anotace přináší. Bude se jednat o kontroler, který obsluje formulář pro vytvoření
nového uživatele. Ve verzi s anotacemi již nemusíme nic zadávat do žádného .xml souboru,
už pouze vytvoříme novou třídu a správně ji oanotujeme.
package cz.vutbr.xhybas00.spring.controllers;
import javax.servlet.http.HttpServletRequest;
import org.apache.commons.logging.Log;
import org.apache.commons.logging.LogFactory;
import org.springframework.beans.factory.annotation.Autowired;
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import org.springframework.stereotype.Controller;
import org.springframework.ui.ModelMap;
import org.springframework.validation.BindingResult;
import org.springframework.web.bind.annotation.ModelAttribute;
import org.springframework.web.bind.annotation.RequestMapping;
import org.springframework.web.bind.annotation.RequestMethod;
import org.springframework.web.bind.annotation.SessionAttributes;
import org.springframework.web.bind.support.SessionStatus;
import cz.vutbr.xhybas00.hibernate.entities.User;
import cz.vutbr.xhybas00.managers.UserManager;
import cz.vutbr.xhybas00.spring.forms.UserCreateForm;
import cz.vutbr.xhybas00.spring.validators.UserCreateFormValidator;
import cz.vutbr.xhybas00.utils.RolesUtils;
/**
* Kontroler pro obsluhu formulare slouzici k pridani noveho uzivatele
* @author michal
*
*/
@Controller
@RequestMapping(‘‘/userAdd.html’’)
@SessionAttributes(‘‘command’’)
public class UserAddFormController {
protected final Log logger = LogFactory.getLog(getClass());
public final String formView = ‘‘user’’;
public final String successView = ‘‘redirect:/userList.html’’;
public final String COMMAND NAME = ‘‘command’’;
@Autowired
UserManager userManager;
@Autowired
UserCreateFormValidator validator;
/**
* Zobrazeni formulare
* @param request
* @param map
* @return
* @throws Exception
*/
@RequestMapping(method = RequestMethod.GET)
public String showForm(HttpServletRequest request, ModelMap map)
throws Exception {
UserCreateForm form = new UserCreateForm();
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form.setUser(userManager.createUzivatel());
form.setRoles(RolesUtils.getRolesList());
map.addAttribute(COMMAND NAME, form);
map.addAttribute(‘‘newUser’’, Boolean.TRUE);
return formView;
}
/**
* Odeslani formulare a nasledne zpracovani
* @param form
* @param result
* @param request
* @return
*/
@RequestMapping(method = RequestMethod.POST)
public String processSubmit(HttpServletRequest request,
@ModelAttribute(COMMAND NAME)
UserCreateForm form, BindingResult result, SessionStatus status) {
validator.validate(form, result);
if (result.hasErrors()) {
return formView;
}
User user = form.getUser();
userManager.saveUser(user);
status.setComplete();
return successView;
}
}
Z kódu je zřejmé, že kontroler bude namapován na stránku /userAdd.html. Před zob-
razením stránky se zavolá metoda uvozená anotací @RequestMapping(method =
RequestMethod.GET). Tam připravujeme formulář, ten představuje pouze třída
UserCerateForm, obsahující atributy označující uživatele, potvrzení hesla a seznam rolí,
ke každému atributu třída obsahuje get a set metody. Metoda showForm vrací typ String,
v něm je název stránky k zobrazení. V tomto případě to bude /WEB-INF/jsp/user.jsp.
Navíc v metodě vkládáme do modelu, předávaného vrstvě View formulář k vyplnění. Jeho
název je zaregistrován anotací @SessionAttributes(‘‘command’’). Toto nám zajistí, že
se objekt uložený v Mapě s tímto klíčem zůstane uchován v paměti.
Metoda uvozená anotací @RequestMapping(method = RequestMethod.POST) je prove-
dena po odeslání formuláře. Předáváme v něm formulář, na který pak aplikujeme validátor,
jeho funkce je popsána níže. Název stránky pro zobrazení je uvozena příkazem redirect:,
to zajistí, že se že se dotaz přesměruje na další kontroler.
Zde je třída validující data ve formuláři.
package cz.vutbr.xhybas00.spring.validators;
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import org.apache.commons.lang.StringUtils;
import org.springframework.beans.factory.annotation.Autowired;
import org.springframework.stereotype.Component;
import org.springframework.validation.Errors;
import org.springframework.validation.ValidationUtils;
import org.springframework.validation.Validator;
import cz.vutbr.xhybas00.hibernate.entities.User;
import cz.vutbr.xhybas00.managers.UserManager;
import cz.vutbr.xhybas00.spring.forms.UserCreateForm;
import cz.vutbr.xhybas00.utils.RolesUtils;
/**
* Validuje korektnost dat uzivatele
*
* @author michal
*/
@Component
public class UserCreateFormValidator implements Validator {
@Autowired
private UserManager userManager;
/**
* Metoda definuje podporovany formularovy objekt pro validator
*/
public boolean supports(Class clazz) {
return clazz.isAssignableFrom(UserCreateForm.class);
}
public void validate(Object object, Errors errors) {
UserCreateForm form = (UserCreateForm)object;
User user = form.getUser();
ValidationUtils.rejectIfEmptyOrWhitespace(errors, ‘‘user.name’’,
‘‘error.administrator.name.required’’);
ValidationUtils.rejectIfEmptyOrWhitespace(errors, ‘‘user.username’’,
‘‘error.administrator.username.required’’);
ValidationUtils.rejectIfEmptyOrWhitespace(errors, ‘‘user.password’’,
‘‘error.administrator.password.required’’);
ValidationUtils.rejectIfEmptyOrWhitespace(errors, ‘‘user.role’’,
‘‘error.administrator.role.required’’);
if (RolesUtils.getRolesList().equals(user.getRole())) {
errors.rejectValue(‘‘user.role’’,
‘‘error.administrator.role.required’’);
}
if (!user.getPassword().equals(form.getPassConfirmation())) {
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errors.rejectValue(‘‘passConfirmation’’,
‘‘error.administrator.passConfirmation.notTheSame’’);
}
User existingUser = userManager.getUserByUsername(user.getUsername());
if (existingUser != null) {
errors.rejectValue(‘‘user.username’’,
‘‘error.administrator.username.alreadyExists’’);
}
if (StringUtils.isEmpty(user.getEmail())) {
errors.rejectValue(‘‘user.email’’,
‘‘error.administrator.email.required’’);
}
}
}
V příkladu je zřetelně vidět funkce validátoru, který postupně kontroluje, zda jsou
všechny pole vyplněny a pak kontroluje, zda již nebyl zadán uživatel se stejným uživa-
telským jménem. Ve chvíli, když validátor odhalí nějakou chybu, přidá jí do objektu pro to
určený a kontroler zpátky zobrazí formulář.
Zde si již ukažme samotnou view vrstvu, tedy soubor /WEB-INF/jsp/user.jsp.
<%@ include file=‘‘/WEB-INF/jsp/include/include.jsp’’ %>
<html>
<head>
<meta http-equiv=‘‘Content-Type’’ content=‘‘text/html;
charset=UTF-8’’ />
<link type=‘‘text/css’’ rel=‘‘stylesheet’’
href=‘‘/DIP admin/style.css’’ />
<title><spring:message code=‘‘admin.adduser.title’’/></title>
</head>
<body>
<div class=‘‘telo’’>
<h1 class=‘‘nadpis’’><spring:message code=‘‘admin.adduser.title’’/></h1>
<div class=‘‘obsah’’>
<div class=‘‘menu’’>
<ul>
<li><a href=‘‘home.html’’>
<spring:message code=‘‘admin.user.home’’/>
</a></li>
<li><a href=‘‘userList.html’’>
<spring:message code=‘‘admin.user.list’’/>
</a></li>
</ul>
</div>
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<form:form method=‘‘post’’ commandName=‘‘command’’>
<form:errors path=‘‘*’’ cssClass=‘‘chyby’’ />
<table>
<tr>
<th><form:label path=‘‘user.name’’>
<spring:message code=‘‘admin.adduser.user.name’’/>
</form:label></th>
<td><form:input path=‘‘user.name’’ /></td>
</tr>
<tr>
<c:if test=‘‘$newUser == true’’>
<th><form:label path=‘‘user.username’’>
<spring:message code=‘‘admin.adduser.user.username’’/>
</form:label></th>
<td><form:input path=‘‘user.username’’ /></td>
</c:if>
<c:if test=‘‘$editUser == true’’>
<th><form:label path=‘‘user.username’’>
<spring:message code=‘‘admin.adduser.user.username’’/>
</form:label></th>
<td><span>$command.user.username</span></td>
</c:if>
</tr>
<tr>
<th><form:label path=‘‘user.password’’>
<spring:message code=‘‘admin.adduser.user.password’’/>
</form:label></th>
<td><form:password path=‘‘user.password’’ /></td>
</tr>
<tr>
<th><form:label path=‘‘passConfirmation’’>
<spring:message code=‘‘admin.adduser.user.passconfirmation’’/>
</form:label></th>
<td><form:password path=‘‘passConfirmation’’ /></td>
</tr>
<tr>
<th><form:label path=‘‘user.email’’>
<spring:message code=‘‘admin.adduser.user.email’’/>
</form:label></th>
<td><form:input path=‘‘user.email’’ /></td>
</tr>
<tr>
<th><form:label path=‘‘user.role’’>
<spring:message code=‘‘admin.adduser.user.role’’/>
</form:label></th>
<td>
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<form:select path=‘‘user.role’’>
<form:option value=
’’
‘‘>---</form:option>
<c:forEach items=‘‘$command.roles’’ var=‘‘item’’>
<form:option value=’${item}’>
<spring:message code=‘‘role.rolename.${item}’’/>
</form:option>
</c:forEach>
</form:select>
</td>
</tr>
<tr>
<td></td>
<td>
<input type=‘‘submit’’
value=‘‘<spring:message code=‘‘save’’/>’’/>
</td>
</tr>
</table>
</form:form>
</div>
</div>
</body>
</html>
Znázorněný příklad nám ukazuje užití základních tagu dodávaných v knihovnách Springu.
Lze z něj i vyčíst dříve zmiňované zobrazení lokálních zpráv. Slouží na to tag <spring:message
code=‘‘klicove.slovo’’/>. Pomoci klíčového slova se vybere a zobrazí zpráva z přilože-
ného souboru, viz. výše.
Výsledek, který se nám zobrazí ve webovém prohlížeči lze vidět na obrázku 5.5.
Nyní si ještě pro porovnání předveďme jak bychom stejný formulář zobrazili pomocí
starší verze Springu, tedy bez anotací.
Nejprve je nutné správně zaregistrovat všechny součásti do konfiguračního xml.
<bean id=‘‘userCreateFormValidator’’
class=‘‘cz.vutbr.xhybas00.spring.validators.UserCreateFormValidator’’/>
<bean id=‘‘addUserController’’
class=‘‘cz.vutbr.xhybas00.spring.controllers.UserAddFormController’’>
<property name=‘‘sessionForm’’><value>true</value></property>
<property name=‘‘commandName’’><value>command</value></property>
<property name=‘‘commandClass’’>
<value>cz.vutbr.xhybas00.spring.forms.UserCreateForm</value>
</property>
<property name=‘‘validator’’>
<ref bean=‘‘userCreateFormValidator’’/>
</property>
<property name=‘‘formView’’><value>user</value></property>
<property name=‘‘successView’’><value>userList.html</value></property>
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Obrázek 5.5: Zobrazení formuláře pro vyplnění nového uživatele pomocí Springu
</bean>
Kromě zaregistrování beanu se musí ještě nastavit mapování.
<bean id=‘‘urlMapping’’
class=‘‘org.springframework.web.servlet.handler.SimpleUrlHandlerMapping’’>
<property name=‘‘mappings’’>
<props>
<prop key=‘‘/userAdd.html’’>addUserController</prop>
</props>
</property>
</bean>
Samotný kontroler pak musí rozšiřovat třídu org.springframework.web.servlet.mvc.
SimpleFormController. V metodě protected Object formBackingObject(
HttpServletRequest request) proběhne inicializace formuláře, tak jak jsme popsali v před-
chozím příkladě v metodě showForm, metodu processSubmit() naopak kopíruje public
ModelAndView onSubmit(Object command). Nemusíme ručně volat validátor, o to se nám
postará framework. . .
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Kapitola 6
Zhodnocení a porovnání
frameworků
V této kapitole zhodnotíme nabyté znalosti vlastností jednotlivých frameworků. Zkusíme
vyjmenovat jejich výhody a nevýhody a přímo je porovnat.
6.1 Porovnání vlastností testovaných frameworků
Zde si uvedeme tabulku vlastností webových aplikací a naznačíme, které framworky je
splňují. V první části jsou vyjmenované některé vlastnosti a symbol X určuje, zda je daný
framework splňuje. V druhé části jsou vlastnosti ohodnoceny od 0 – 10 (0 nejmenší, 10
největší).
Struts Tapestry Spring
Deklarace kontrolerů v .xml souboru X 0 X
Deklarace pomocí anotací 0 X X
Automatické generování JS a AJAX 0 X 0
Generování HTML prvků 0 X 0
Rozšířenost frameworku 6 2 10
Náročnost naučení práce 3 9 6
Kvalita dokumentace 5 2 9
Dále se zaměříme na využití znalostí v praxi. Tedy následující grafy nám ukáží nabídku
práce s danými technologiemi. Obrázek 6.1 ukazuje graf nabídky práce v globálním měřítku
(www.dice.com), obrázek 6.2 graf nabídky práce v ČR (www.jobs.cz).
6.2 Struts
Struts se v době vydání stal velice populárním a v podstatě nejpoužívanějším frameworkem
pro vytváření MVC aplikací. Dnes již cítíme, že nestíhá v konkurenčním boji a čerpá pouze
z velice početné komunity uživatelů dob dřívějších.
Hlavní výhodou tohoto frameworku je jednoznačně jeho rozšířenost, to nám přináší
spoustu dobře dokumentovaných doplňků aplikací. Dále bych pochválil jednoduché první
nastavení aplikace a bezproblémové rozjetí. Framework není tolik robustní (jako například
Spring) ani tolik atypický jako Tapestry. Tedy Struts je co do naučení ovládání nejjedno-
dušší. Vytvoření první aplikace a pochopení zabere nejméně investovaného času.
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Obrázek 6.1: Počet pracovních míst na www.dice.com ze dne 24. 5. 2009
Jako hlavní nevýhodu bych označil nepřítomnost anotací. To proto, že anotace jsou
dnes velice oblíbenou metodou kvůli jednoduchému a přehlednému kódu. Programátory
láká možnost jednoduché konfigurace přímo v kódu a to bez nutností udržování dalších
konfiguračních souborů. Toto nám, bohužel, zatím Struts nepřináší. Sice se o to Struts
snaží s možností anotovat validátory, ale řekl bych, že je to teprve začátek cesty.
Můj osobní názor je, že Struts nestíhají konkurenci. Těží pouze ze své rozšířenosti.
V budoucnu se proto bude mnohem více dávat přednost konkurenčním řešením.
6.3 Tapestry
Tento framework ve verzi 5 chytl tzv. druhý dech. Ve chvíli, kdy kvůli své složitosti, ná-
ročnému a pracnému naučení používání, upadal pomalu v zapomnění. Je to především
v jeho jednoduché a průhledné konfiguratelnosti, rozsáhlé využívání dnes velmi populár-
ního AJAXu a jednoduchému programování (po naučení se a získání schopností práce s fra-
meworkem).
Po zvládnutí základů jazyka si programátor tento framework oblíbí hlavně kvůli, jak
již jsem zmínil, snadnému programování. Kdy v podstatě pouze vytváří kód důležitý pro
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Obrázek 6.2: Počet pracovních míst na www.jobs.cz ze dne 24. 5. 2009
aplikaci a okolí mu zajistí Tapestry. Proto jej programátoři, kteří s ním přišli do styku,
velice vychvalují a rádi se k Tapestry vracejí.
Jako hlavní mínus bych tedy označil vysokou obtížnost začátku práce s frameworkem.
Náročnost pochopení a osvojení si způsobu programování. Kvůli tomu má framework slabou
komunitu. To si nese slabou podporu v zjišťování návodů a informací.
Ovšem jakmile se programátor naučí používat Tapestry, zjistí, že programování je ve-
lice snadné, hlavně díky mnoha vestavěným funkcím. Velice rychle a efektivně je schopen
vytvořit mnoho webových komponent, jejich ošetření, rozumně vypadající design. Navíc
šablonovací systém má velikou výhodu v rychlosti.
Ovšem některé výhody se mohou zdát býti i nevýhody, mám na mysli generování mnoho
Javascriptu. To může příliš zatěžovat prohlížeče, které jsou spuštěny na pomalejších počí-
tačích.
Dle mého názoru má Tapestry velikou šanci se na trhu prosadit, zvlášť v kombinaci se
Springem, kdy se usídluje ve View vrstvě aplikace. Pak se dá skloubit komplexnost Springu
a rychlost Tapestry.
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6.4 Spring
Spring je dnes zřejmě nejoblíbenější a nejpoužívanější MVC rámec nad platformou Java.
Je to především v jeho komplexnosti a způsobům, které vnesl do vývoje JEE aplikací.
Díky rozsáhle komunitě uživatelů frameworku vývojář snadno řeší problémy a vyhledává
informace. Ve srovnání s ostatními zmíněnými frameworky má Spring nerozsáhlejší podporu
i ze strany výrobce. Především se jedná o rozsáhlou referenci, z které jsem také čerpal jako
ze hlavního zdroje této práce.
Nevýhodou frameworku je vysoká náročnost na znalost technologie. Je nutné mnoho
konfigurace před startem samotné aplikace. To ovšem vychází z rozsáhlosti Springu jako
aplikačního ránmce.
Spring navíc neusíná na vavřínech a lze vidět, že vývoj dál pokračuje. Důkazem toho
může být používání anotací od verze 2.5. V krátké době můžeme očekávat další zlepšení,
spojené s připojením projektů Groovy a Grails. Groovy je dynamicky programovací jazyk
na platformě Java, můžeme o něm mluvit jako o jazyku skriptovacím, z toho plyne jeho vý-
konnost a rychlost. Grails je webový framework postavený na jazyku Groovy. Viz například
[1].
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Kapitola 7
Závěr
Práce popisuje práci MVC rámců. Dostatečně přibližuje čtenáři princip této architektury
a její přínos k vývoji webových aplikací. Pochopení této technologie je téměř nutností
k vytváření moderních webových aplikací.
V práce je vyčerpávající popis tří MVC rámců nad platformou Java. Jsou to rámce
Spring, Struts a Tapestry. Velice podrobně ukazuje a přibližuje možnosti těchto rámců
včetně příkladů a vzorových aplikací. Čtenář by měl být schopen po nastudování této práce
sám vytvořit jednoduchou aplikaci, využívající popsaných technologií a efektivně ji rozšiřo-
vat a dále rozvíjet.
Jako velmi přínosné především hodnotím část věnující se frameworku Tapestry 5, pro-
tože materiálů, zvlášť v českém jazyce, není mnoho. Začínající vývojář má problém najít
ucelené informace týkající se této technolgie. Navíc s omlazením tohoto frameworku se dá
v budoucnu počítat s jeho častějším nasazováním a využíváním.
Dále je velice zajímavé srovnání dvou způsobů konfigurace, dnes nejrozšířenějšího rámce,
Spring. Jedná se o původní způsob pomocí konfiguračních xml a nový, který přinesla verze
2.5, pomocí anotací. Tedy práce může posloužit i programátorům, kteří mají zkušenosti
s touto technologií a chtěli by přejít na novější verzi.
Bohužel v práci již nezbyl prostor na rozsáhlejší popis html tagů, které jsou dodávány
společně s frameworky a které velice ulehčují práci s nimi. V práci jsou zmíněny alespoň
základní a čtenář je nasměrován na nalezení dalších informací.
Věřím, že práce může posloužit i začínajícím vývojářům JEE aplikací, kterým by měla
pomoci se začátky zvládnutí složitých principů. Zkušenějším programátorům pak přináší
zajímavé srovnání. Práce také zajisté ulehčí výběr vhodného frameworku pro konkrétní
aplikaci.
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