Abstract-Requirements traceability modeling is a key issue in real-time embedded design process. In such systems, requirements are of different nature (software-related, systemrelated, functional or non functional) and must be traced through a multilevel design flow which integrates multiple tools and heterogeneous models. Validation and Verification (V&V) activities must be performed on models and on the final product to check whether they match the initial requirements. Results of design and V&V activities must be able to impact traceability information. We thus propose DARWIN4REQ, a metamodel for requirement traceability, based on three independent flows (requirement model, solution model and V&V model). The new metamodel establishes a link between these flows and affords full traceability of requirements, including those set for heterogeneous models. This paper presents the DARWIN4REQ metamodel and its use in the context of heterogeneous models for requirements modeling, design and V&V. An automotive application illustrates the proposed approach based on UML-profiles such that SYSML, EAST-ADL2 and MARTE for design and on SIMULINK, SyNDEx and TIMESQUARE for V&V activities.
INTRODUCTION
The ever increasing complexity of real-time embedded systems raises multiple problems relating to the completeness, consistency, non ambiguity and correctness of a design with respect to initial requirements. In safety-critical applications (e.g. automotive or avionics systems), full traceability and verification and validation of the requirements is necessary (see certification standards [1] such as ISO 61508 and ISO 26262 -for automotive purposes -or DO-178B -for aeronautics).
In automotive applications, the EAST-ADL2 [2] language and the AUTOSAR [3] standard propose a design flow that can be broken down into several levels of abstraction corresponding to stakeholder's view, control engineer's view, software engineer's view and integrator's view. This flow integrates multiple tools with heterogeneous models that capture either functional or non functional requirements (also called extra-functional requirements), for example, real-time properties, hardware characteristics, performance objectives, variability aspects, safety constraints, etc.. Depending on the level of abstraction, specific formalisms and models are required. Validation and verification activities take part in this flow to ensure the correctness of the design with respect to the initially specified needs. Such activities can be based on simulation, formal verification or testing and must be performed at different levels of design, i.e. on the different models or the final product.
Traceability for either functional or non functional requirements must be maintained through all the levels of a design process -from the initial problem as expressed by a stakeholder, to the design of a model and to the implementation and testing and/or analysis of the final product. This traceability is essential to verification, since the latter must be made linked back to initial requirements, even in the final phase of software development. In this context, ensuring traceability from initial requirements to heterogeneous model elements and validation verdicts is a complex matter. Such traceability has to consider the different artifacts manipulated: first the requirements themselves, but later also the proposed solution and the process V&V artifacts.
Most existing traceability techniques do not cover all these needs and provide only partial solutions. Some of them focus specifically on functional requirements without integrating the heterogeneity of the artifacts involved in a design process. Moreover, traceability techniques for requirements do not usually cover the process V&V steps. This paper proposes a new traceability metamodel called DARWIN4REQ to ensure full traceability of requirements from initial needs through a design process that integrates heterogeneous models and tools for automotive systems. This model establishes the link between three independent flows for requirement modeling, solution design and validation & verification activities. Interactions between these flows are formalized in the traceability metamodel which integrates the heterogeneity of models and maintains the necessary separation of concerns between the three activities. An example presented in this paper covers real-time requirements modeling and their traceability through a design flow based on EAST-ADL2, SYSML [4] and MARTE [5] and validation activities with SYNDEX [6] , SIMULINK [7] and TIMESQUARE [8] .
The first section below describes the traceability management needs for critical real-time systems. This is followed, in section II, by a description of the adopted design methodology. The DARWIN4REQ metamodel is presented in section IV. Use of our traceability concepts is explained in section V. Section VI illustrates the approach, using the example of an automotive system, with a special focus on temporal requirements. The last section gives our conclusions II. CONCEPTS UNDERLYING TRACEABILITY Different past surveys [9] [10] have shown that there is no standardized definition for traceability. In [9] , authors define requirement traceability as "…the ability to describe and follow the life of a requirement, in both a forward and backward direction, i.e. from its origins, through its development and specification, to its subsequent deployment and use, and through periods of on-going refinement and iteration in any of these phases". Three criteria have been identified in [10] to clarify the underlying concepts and classify the area of applicability of traceability methods and associated techniques. The Scope criterion defines the boundaries of traceability (for software and/or system requirements). Coverage determines the depth of traceability and indicates whether origin requirements are considered, what types of requirements are traced (functional, non functional) and whether links exist with artifacts other than requirements or between these artifacts. The last criterion is Analysis, which serves to establish the safety and reliability of a system. For complex systems, and, more specifically, real-time critical ones, it is essential for traceability techniques to integrate all these criteria. None of the 17 techniques evaluated in [10] fully satisfies them.
Additional constraints presented in [11] [12] are concerned with the backward and forward traceability of requirements throughout the development process. Many changes must be made during the development and maintenance of a system. Provision must therefore be made to link back all system modeling elements, throughout each level of the development process, to the requirements. To do so, traceability links must be bidirectional and navigable.
With regard to the implementation of such links, authors in [12] [13] demonstrate that traceability can be used differently depending on whether it is a simple measure for integrating requirements into the design or a key feature of a quality system engineering process. Backward and forward traceability are also essential when the designer wants to analyze the impact of modifying a requirement.
In [9] , the terms "pre-requirements specification" (pre-RS) traceability, as well as, "post-requirements specification" (post-RS) traceability are introduced. Pre-RS traceability refers to the process of tracing requirements while the latter are being investigated, i.e. during the requirement production and refinement stage. This involves definition of links between requirements, links between requirements and responsible stakeholders, rationales and requirement sources, as well as the tracing of requirement changes. Post-RS on the other hand describes the traceability of these requirements throughout the system to be designed, through its succession of components and the tests that verify them. The latter supports specific analysis tasks such as change impact analysis or completeness and consistency checks.
Such traceability has been implemented in a UML model-based approach within the SYSML profile. In this profile, UML has been extended with a Requirement package. A requirement is composed of a textual description of the need and a unique identifier. Requirements may be linked to other UML model elements by using the traceability links defined in SYSML. These traceability links requirements among each other (for decomposition, derivation and copying), or with other modeling elements (for satisfaction, verification and refinement). SYSML gives schematic descriptions and semantics for the traceability links. For the automotive system used here as an example, EAST-ADL2 adopts the traceability features of SYSML and extends the requirement modeling with a structural breakdown.
III. DESIGN METHODOLOGY
Our methodology covers the different topics highlighted in the preceding state-of-the-art description, in order to fully address the traceability of requirements (and to take both pre-RS and post-RS into account). We also seek to cover system heterogeneity in order to connect traceability to model-verification and validation activities.
The traceability model is the cornerstone of a global methodology [14] intended to consider the expression of requirements, their evolution during system development and their validation. As shown in Fig.1 , our methodology is a three-dimensional "triptych" composed of three related activities: requirement management, solution definition and V&V. Our traceability model was developed with a view to covering the three criteria mentioned in section II. Its requirement classification allows consideration of a large Scope of functional and non functional requirements and tracing them by group of interest (safety, performance, variability, etc.). Coverage of the process from initial expression to models is made possible here by integrating into the traceability model any heterogeneous artifacts involved in the design phases. Backward and forward links from requirements to Analysis models have also been considered. Each vertex is a multilevel model-based flow. The DARWIN4REQ traceability model is the central part of this architecture and interconnects these three independent flows. Such an organization is justified by the necessity to separate concerns as these flows are managed by engineers coming from different domains (software, safety, software). Figure 1 represents the "triptych" and the models involved in the different flows. On its left-hand side, the figure depicts a requirement model built using initial requirements obtained from specific requirement tools such as DOORS [15] or more general editing tools such as Word or Excel. The Solution model adopts the breakdown by levels and the structural behavioral description inherent in EAST-ADL2, AUTOSAR and MARTE. Several representations -like UML-based diagrams or MATLAB diagrams -may be used here. The right-hand side of Fig.1 shows how verification and validation can be connected to solution models for the purpose of verifying and validating the proposed solution and the intermediate models against the requirement model. The V&V flow integrates models such as SIMULINK, SYNDEX and TIMESQUARE for testing and validation activities. As indicated in section I, this confirms that heterogeneity is a crucial point to be considered. The DARWIN4REQ traceability model plays a central role in our methodology, since it connects requirements to the model-based solution design and the V&V artifacts. 
A.

Triptych description
B.
Objectives of the three flows The requirement model (RM) is a model-view of the initial requirements resulting from a requirement engineering process. Such a representation is essential for designers to facilitate the understanding, adaptation and direct connection of requirements to the models being built. Traceability is also possible between requirements, models and V&V artifacts. A clear classification of requirements as functional, or performance safety or variability-related, provides valuable indications for safety analysis and software V&V processes. These indications are inputs for improving traceability by identifying any artifacts on the solution model side that take into account a requirement. The extension of SYSML for classification purposes is one contribution of the proposed methodology. The solution model (SM) refers to models that designers devise to satisfy the set of requirements of the Requirement Model. Models can be either UML or extensions of UML such as SYSML or MARTE. These profiles are used to model the component-based structure or real-time characteristics of the system.
Depending on the type of application, several languages may be used to design a solution. For automotive systems, the EAST-ADL2 and the AUTOSAR languages are commonly used, as are MATLAB/ SIMULINK models. In this paper, we took UML, SYSML, EAST-ADL2 and AUTOSAR to design the solution models (since such standards are frequently applied to automotive systems). Tracing requirements for the RM and the SM make it mandatory for the traceability model to integrate both these heterogeneous models.
The V&V model (VVM) contains the models and techniques used to verify and/or test that the Solution Model takes into consideration the requirements and ensures correct compliance with them. Since verification must take place in both directions, the traceability links can be navigable in both directions. The heterogeneity of V&V models must also be taken into account, because several formalisms may be used depending on the property to be checked. We based our approach on use of TIMESQUARE for temporal simulation and analysis, MATLAB/SIMULINK for testing activities and SyNDEx analysis tool for schedulability analysis. In addition, V&V was considered to take place concurrently with the solution model design phase.
In that context, the central traceability model has to deal with the specificities of all three models by specifying the connections between the requirements and the different model elements previously presented. We also considered how to reference the results of requirement satisfaction checks and other verifications to incorporate this information into traceability management.
In order to describe what should be contained in the traceability models, we have defined a requirement metamodel called DARWIN4REQ (and its corresponding UML-profile). Since SYSML is a UML-profile defined as an extension of UML traceability links only consider UMLbased elements and SYSML requirements. The proposed traceability model extends the one proposed in SYSML by integrating the heterogeneous models used in the SM and the VVM. We propose a metamodel definition that can be implemented in a UML-based approach to allow adaptation to model-heterogeneity considerations. The metamodel specifies at a fine grain level the interactions between the three flows by taking into consideration heterogeneity in solution modeling and V&V techniques. The DARWIN4REQ metamodel is presented in the following section.
IV. DARWIN4Req METAMODEL A metamodel defines the semantics of the concepts used in a model in order to unambiguously describe the links between manipulated concepts and to resolve potential conflicts between them. Figure 2 illustrates the relationships between the different metamodels, profiles and models involved in our approach. As we wish to promote a solution linked to a modeling standard, we have chosen a UML-based solution to define the new concepts for traceability. A second advantage of UML is the possibility to extend it via the "profile" concept. A profile is also a way to integrate heterogeneous domainspecific languages (DSL) [16] such as EAST-ADL2 and AUTOSAR at the metamodel level and implement these DSL concepts as UML profiles for the end user. All these profiles can be used in the common UML editor and UML-profile designer Papyrus [17] . In the Model-Driven Approach (MDA) there is a separation between the language engineers' "domain", where fundamental concepts are introduced into metamodels and implemented in a profile and the end user' "domain". Metamodels are defined at the M2 level [18] and profiles at the M1 level. The metamodels considered here are: UML, EAST-ADL2, AUTOSAR and MARTE. The new DARWIN4REQ metamodel defines fundamental concepts for traceability (links, attributes, etc.).
Based on the DARWIN4REQ metamodel, the DARWIN4REQ profile implements the metamodel concepts (through mapping) at the M1 level. The profile view proposes the languages to be used for modeling. DARWIN4REQ references SYSML as it uses and extends different concepts such as the requirement package of SYSML. In the same way, the DARWIN4REQ profile imports other profiles such as EAST-ADL2, AUTOSAR and MARTE but without applying any modifications to them. All these profiles can be applied to models by end users (M0 level) as shown at the bottom of Fig. 2 The DARWIN4REQ metamodel (see Fig. 3 ) is structured in four parts. In additional to a specific RequirementType definition package, the main parts are: the requirement definition (RequirementDefinition) package, which structures requirement expression according to a classification inspired from [19] ; the traceability definition (TraceabilityDefinition) package which details different relationships related to requirement management; the verification and validation definition (VerificationValidation Definition or VVDefinition) package, which covers the validation steps of any requirement engineering process; and finally the ModelElement package, which represents the different heterogeneous model elements considered by the traceability package.
The three first packages are described in the following paragraphs; the last package is a global picture of the metamodel that includes concepts which are not presented here. 
A. Requirement Definition
Requirement definition is not fully detailed here. The reader can refer to [14] for a more complete description of these concepts inspired from Hull et al [20] . As the main focus of this paper is the traceability of requirements in heterogeneous approaches, we have centered our discussion on the most useful properties.
In this context, Figure 4 shows the requirement definition part of DARWIN4REQ. The root class Requirement stereotyped as <<metaclass>> represents the requirement concepts as described above with their different properties. It encompasses all the properties that characterize a requirement. Thus, a requirement contains, among others, the following properties:
• The id property, which corresponds to the requirement's unique identifier; • The description property, used to formulate customer needs in different ways (natural language, drawing, mathematical expression, UML diagram, etc.); • The classification of the requirement in the development process, with the abstractionLevel property.
•
Requirement classification to either functional or non functional is also an important traceability concern. We have based our classification on the breakdown proposed by Glinz in [19] and have focused on system requirements. Figure 4 represents the different requirement concepts described above for classifying the requirements. Some of the metaclasses are abstract (this is the case for the SystemRequirement, the NonFunctional Requirement, the Constraints and the Performance Requirement metaclasses). The difference between an abstract metaclass and conventional (also called "concrete") metaclasses is that abstract metaclasses cannot be used during the modeling process. They are used specifically to group together several notions and must be further refined by breakdown into submetaclasses. This classification is essential for characterizing the requirements and helps ensure better traceability for specific kinds of requirements (e.g. safety or temporal requirements).
B. Traceability Definition
Firstly, traceability requires clear relationships between the requirements themselves, in order to handle refinement and breakdown aspects at different levels in the requirement modeling flow. A second kind of relationship must be defined between requirements and the other artifacts of the solution and V&V models. Any change, evolution or increment in requirements, in the solution model and V&V activities must be traced by affording navigability along all the traceability links in both directions. The following paragraphs explain how requirement traceability is managed when associating one requirement with others. Subsequent paragraphs describe the relationships between a requirement and other artifacts for the two other flows (solution models and V&V).
Traceability between requirements
In DARWIN4REQ, three relationships are defined to link requirements with one another. They are copy, derive and decompose. These relationships comply with the SYSML profile requirement package. The DARWIN4REQ metamodel specifies their application. Figure 5 shows the metamodel view of this package. -Derive-During the system design process, it may be necessary to modify a requirement (e.g. add information for refining it or better explaining its content). In this case, a new requirement (called "child requirement") is created to contain the new information; and a derive relationship is used to connect the child requirement to its source (parent requirement). A source requirement can be broken down with the derive relationship into one or multiple child requirements.
-Decompose-When a source requirement considers multiple needs (functional and non functional) in a unique description, it is generally recommended to divide the source requirement into as many different requirements as there are distinct sets of information in the source requirement. In this case the decompose relationship is used to link a source requirement to the different child requirements. The decomposed child requirements can be of types that differ from the source requirement. For example, a requirement that mixes functional and non functional information can be broken down into functional and non functional requirements.
-Copy-At a given stage in a modeling process, it may be impossible to satisfy a requirement because modeling elements cannot express the corresponding requirement needs. For instance, in an EAST-ADL2 decomposition, hardware characteristics are expressed early in the design, but cannot be associated with a solution model element before the design phase, which is the third stage of the EAST-ADL2 design process. It is thus necessary to postpone the modeling of this specific requirement to a subsequent modeling level. In that case, the copy relationship is used to link identical requirements occurring at different levels. The requirement description is maintained and only its identifier (id attribute) is changed. In the requirement-based approach [21] , all these relations (copy, decompose, derive) are considered to be traceability elements as defined in section II. In our case, since requirements are consecutively linked with a multilevel solution model, a traceability analysis based on these links allows reporting, for each requirement in the requirement model, that it has been satisfied by the solution model. Figure 6 depicts a requirement model for an Anti Blocking system (ABS). For purposes of readability, the requirement expression is limited to a description field and an identifier. Another field (mentioned in TABLE 1) is the EAST-ADL2 breakdown level. At the top of Fig. 6 , there are two requirements from a higher abstraction level, (grayed Vehicle Level). Requirement "1" is derived at the next abstraction level, (Analysis Level) giving rise to requirement "3". Requirement "2" cannot be addressed at the Vehicle Level (this is a performance requirement) and, thus, is copied, without any change, to the next level as requirement "4". Requirement "3" is decomposed into three requirements ("5", "6" and "7") which each consider a specific part of their parent requirement. 
Traceability links with solution model
Since the third step of a requirement engineering process is system specification, the designer uses the appropriate modeling language and diagram to specify system functions, architecture and interactions according to the expressed requirements.
Requirements should therefore be linked with model elements in the solution model as illustrated in Fig. 7 . During this step, the satisfy relationship is used. The term "satisfy" means "to conform to a requirement". The satisfy relationship is set up by the designer during the modeling process. In Fig. 7 , the satisfy relationship entails identifying in the system model one or more modeling elements that satisfy a requirement. A given model element may namely satisfy more than one requirement. The verify relationship links a requirement or a set of requirements with the final product.
The satisfy relationship is connected to a validation method (ConcreteVVCase) that confirms via a code or model inspection that the requirement is fulfilled by the model. When a satisfaction criterion is met, the property (satisfyStatus) initially set to pending is changed to passed. It is the same for the verify relationship, which is connected to a validation method (ConcreteVVCase) to confirm by test case execution (TestCase) that the final product implements correctly (verify) the requirement. When the verification criterion is met, the property (verifyStatus) initially set to pending is changed to passed. The ConcreteVVCase participates in the verification and validation model described in the following section.
Another relationship called refine has also been defined. This relationship is used when a requirement is refined to obtain a RefinedRequirement whose description field is replaced by a model element (use case, state machine, etc.). The child requirement, i.e. the RefinedRequirement, is not a conventional one, since this "child" cannot be decomposed, copied or derived.
Traceability links with V&V models
The objective of verification and validation activity is to check that the application correctly behaves according to specification. A distinction is made between three types of verifications: requirement verification, model verification and code (product) verification.
Results of both verification and validation (V&V) are used to demonstrate that a given system conforms to the initially formulated needs. For this purpose, V&V models are linked with the requirements. For each requirement, an AbstractVVCase must be defined. The verify relationship links an abstract V&V with the corresponding requirement. An AbstractVVCase refers to a verification procedure that is based on the requirement specification and textually describes the verification context. It determines which verification method is used and what objectives are set as a function of changes in inputs/outputs or variables.
The verification procedure may start at the first abstraction level to best ensure that all requirements are verified. An AbstractVVCase is implemented by one or more concrete verification cases, i.e. ConcreteVVCase which correspond to the different possible verification methods, depending on whether the verification concerns the descending or the ascending stage of the V-cycle.
A ConcreteVVCase can be the inspection (code, model or documentation review) type, the analysis (formal method based on mathematical techniques) type or the test case type. A test case is a succession of steps that tests final system behavior; the test case should specify the inputs, the precondition used for test performance and the expected outputs. Whatever the type of verification procedure used, the verdict property of the ConcreteVVCase memorizes the result of the procedure. Possible values for this property are pending, passed, failed, error or inconclusive.
C. Heterogeneity management in the DARWIN4Req metamodel
The problem of heterogeneity is taken into account in the DARWIN4REQ metamodel. Fig. 8 illustrates the import of heterogeneous models at the profile level. The DARWIN4REQ metamodel and the related profile are UML-compliant, so, they can easily integrate models based on UML (MARTE, SYSML AUTOSAR and EAST-ADL2), which participate in the solution model. Some other heterogeneous models, such as SIMULINK, SYNDEX and TIMESQUARE, can participate in the solution model or V&V activities. To do so, DARWIN4Req must refer to their metamodel in order to clearly identify which of their modeling elements participate in solution or V&V and what traceability should be established between them. Thus, at the metamodel level, the Req_ModelElement metaclass represents the UML-based and heterogeneous models involved in the approach.
V. USE OF TRACEABILITY LINKS
By using the abovementioned relationships (derive, copy, decompose, satisfy or verify, refine), traceability helps to guarantee that the solution model covers all requirements; and that both the models used at different stages in design, and the final product "correctly" fulfill these requirements. This correctness is determined by applying V&V methods and by reporting the results on verify and satisfy links.
A. Coverage of requirements
The requirement coverage criterion helps to confirm that all requirements are taken into account by the model and the final product. Requirement coverage is determined by analysing the satisfy links and their status.
In our approach, the classification of requirements by level of abstraction, functional/non functional aspects, and types allows a precise view of requirement coverage. The user can study coverage on the basis of different selection criteria for the requirement (e.g. coverage for temporal requirements, a specific level of abstraction, etc.). A tool dedicated to requirements management such as Reqtify [22] has been parameterized to integrate the traceability links defined in the DARWIN4Req profile. For each requirement in the requirement model, coverage analysis checks whether the requirement is linked to a solution model element. A further analysis based on the satisfyStatus value can add valuable coverage information. Total coverage means having a satisfy link with the correct status from each requirement to a model element. If one requirement is linked to multiple model elements, coverage analysis checks the logical AND of the satisfy status.
B. Correctness of a solution model or a product
Traceability links are used to help the designer verify the correctness of a solution. These verifications may be performed on the solution model or the final product. In both cases, the result is stored in the Verdict property associated with ConcreteVVcase. This property, which is initially set to pending, is then changed to passed/failed/inconclusive.
If the ConcreteVVCase is associated with a model and a satisfy link, the satisfyStatus value inherits the verdict value. When multiple ConcreteVVcases are associated with a unique satisfy link, the satisfyStatus value is set to "passed" if all the ConcreteVVCases are confirmed to be correct. If the ConcreteVVCase is associated with a product, the verdict of the validation procedure directly impacts the verifyStatus of the requirement. Multiple verifications can be linked to a unique requirement. In this case, the verifyStatus of the requirement depends on all the verification procedure results. This process can be implemented, and we have defined in the PAPYRUS tool [23] the bases for doing so.
VI. CASE STUDY
A. General description
The example of an Anti Blocking System (ABS) was used to illustrate implementation of the traceability model. The ABS architecture consists of four sensors, four actuators and a vehicle speed indicator. The sensors measure the rotation speed of the vehicle wheels. The ABS function computes values for the brake pressure to be applied on the actuators connected to the four wheels.
B. Initial requirement expression
Stringent timing requirements, such as the latency of sensor sampling (Ls) and that of function execution (Lio), are imposed on the ABS function. A trigger period for the function is defined (R) and a delay interval for inputs and outputs (Jii Input Synchronization, Joo Output Synchronization) must be respected. Figure 6 is the requirement model view of the requirements expressed in Table I , as obtained with the PAPYRUS tool. This figure depicts the traceability links labeled derive, copy, and decompose.
C. Traceability links with the solution model
The second phase consists of developing the solution model and establishes links with the requirements. The solution model of the ABS is composed of multiple models (SYSML, EAST-ADL2, MARTE). The main way to link model elements with requirements is to use the satisfy link. Figure 9 is an illustration of this use. On the right-hand side, three EAST-ADL2 modeling elements are shown to satisfy some of the ABS timing requirements. In the same way, other elements that represent the structure and the behavioral parts of the system can be linked with the requirement model.
In the UML modeler PAPYRUS, the requirement model and the solution model are independent packages. The traceability package establishes links between the elements of these two packages by importing their references.
D. Verification of temporal characterictics for the ABS
Multiple verifications can be performed on an ABS. We chose to illustrate the verification of its temporal characteristics.
The requirement model contains four non functional requirements classified as Performance. These requirements concern the AL level. The corresponding abstract and ConcreteVVCase are represented on Fig 10. Figure 11 summarizes the verification process and its impact on traceability. A TIMESQUARE simulation model is obtained after transformation of the timing constraints expressed in the solution model into an executable TIMESQUARE model (CCSL code). The relevant transformation rules are detailed in [24] . With the current timing parameters, the TIMESQUARE simulation establishes that the trigger period is not compatible with the sampling period and the function latency values. This result is reported to the ConcreteVVCase verdict which changes to failed, and the status of all the satisfy links are likewise set to "failed". Feedback is then necessary to the requirement model in order to modify the timing parameters in that model and the solution model. 
A. Feedback on traceability links
VII. CONCLUSION AND FUTURE WORKS
In this paper, we described the DARWIN4REQ metamodel which establishes traceability links between three distinct flowsthe requirement model, the solution model and the verification and validation model -for embedded system design.
This approach affords full traceability of requirements by considering heterogeneous languages for modeling and suitably verifying real-time embedded systems. In such systems, heterogeneity is namely a conventional constraint to which the different existing approaches dedicated to general software design are not fully adapted. An automotive application served to illustrate our approach, which uses languages such as SYSML, EAST-ADL2 and MARTE for design and SIMULINK, SYNDEX and TIMESQUARE for V&V activities. Combining all these profiles is actually a big challenge in a UML-based design.
Ameliorations of this work are envisaged that concerns the V&V part with the validation of transformation rules from solution models to V&V models. We envisage also automatic feedback annotation of models and requirements after the analysis phase. This approach has been tested mainly in automotive applications, but can be extended to other fields. The current European CESAR 1 project deals with managing the requirements in a multidomain perspective; and traceability is one of the key issues of this project.
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