A method for computing the Disjoint-Sum-Of-Products (DSOP) form of Boolean functions is described The algorithm exploits the property of the most binate variable in a set of cubes to compute a DSOP form The technique uses a minimized Sum-Of-Products (SOP) cube list as input. Experimental results comparing the size of the DSOP cube list produced by this algorithm and those produced by other methods demonstrate the efficiency of this technique and show that superior results occur in many cases for a set of benchmark functions.
I. INTRODUCTION Representing a Boolean function in the form of a DisjointSum-Of-Products (DSOP) cube list has many advantages in
Coniputer Aided Design (CAD) tools. DSOPs can be used to efficiently compute the spectra of Boolean functions [3, 4, 8] , in the minimization of Exclusive-OR-Sum-of-Products (ESOPs) [5,9,10,1 I] and to quickly find the complement of Boolean functions [6] . This fact has encouraged researchers to invent new algorithms [1, 2] to generate the DSOP forms of Boolean functions efficiently.
Given a logic function in the form of a minimized Sum-Oj: Products (SOP) cube list, the algorithm presented here computes the corresponding DSOP form by splitting the SOP cube list according to the variable that occurs most often in both the complemented and uncomplemented form. The two resulting cube lists represent Shannon cofactor functions about the splitting variable.
The motivating paradigm of this technique is to attempt to produce cofactor cube lists that contain roughly an equal number of supporting minterms.
Choosing the variable that exists in complemented and uncomplemented forms equally in a minimized SOP cube list corresponds to choosing the "most binate" variable of the subfunction. By choosing such a variable about which to decompose the function is likely to yield cofactor functions of approximately equally complex functions in terms of supporting minterm counts.
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0 -7803 -7339 -I / 02 / S 17. 00 02002 IEEE Section 2 gives the definitions of various terms used in the paper. Section 3 describes the methodology used to compute the DSOP. Section 4 contains experimental results and, finally Section 5 gives the conclusions and ideas for future refinements and applications of these results. For example, consider the two functions shown below.
DEFINITIONS
The two cubes 'f and 'g' are disjoint since the intersection of 'f and 'g' is null. replace the don't care with '0' and write to buffer A replace the don't care with ' 1 ' and write to buffer B 
The algorithm is implemented in the 'C' programming language and its pseudocode presentation is given below. A legend containing the identifiers and their meaning as used in the pseudocode is given below and the pseudocode is explained in Figure 7 . The number of buffers at each level and the buffer operations is shown in Figure 5 . At a given point of time only the buffers in the k'l' level and in the (k+l)tll level are present (shown as the solid boxes in Figure 5 ) and the other buffers will be deleted as soon as possible to preserve memory. At any given instance of time only three buffers (shown inside the circle in Figure 5 ) and an output buffer being written to collects the DSOP cubes will be used. Among the buffers present inside the circle, one buffer in the ktl' level is being read from and two buffers in the (k+l)t'l are written into. Thus, there will be a sweeping operation of the buffers one at a time in the k"' level to create two new buffers in the (k+lYh level. Figure 6 shows the creation of new buffers in the (k+l)tl' level from the kth level buffer. This algorithm was also compared to technique presented in [2] for one of the single output functions, gsym.pla, and it was found that the number of DSOP forms obtained using the new algorithm (148) is lesser than those obtained in [2] (1 66). 
V. CONCLUSION
These results are encouraging since they show that the number of DSOPs generated from the algorithm described here are better in most of the cases than compared to the earlier algorithms used to compute the DSOP cube list representations of single output Boolean functions.
Future work will focus on refinements and extensions of this technique for multi-output functions. Applications include the use of this method form computing various types of spectral coefficients of Boolean functions and as a preprocessor for various ESOP minimization algorithms. 
