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Abstract. Reducing complexity in Information Systems is an important
topic in both research and industry. One strategy to deal with complexity
is separation of concerns, which results in less complex, easily maintain-
able and more reusable systems. Separation of concerns can be addressed
through the Aspect Oriented paradigm. Although this paradigm has been
well researched in programming, it is still at the preliminary stage in the
area of Business Process Management. While some efforts have been
made to extend business process modelling with aspect oriented capabil-
ity, it has not yet been investigated how aspect oriented business process
models should be executed at runtime. In this paper, we propose a generic
solution to support execution of aspect oriented business process models
based on the principle behind dynamic weaving of aspects. This solution
is formally specified using Coloured Petri Nets. The resulting formal
specification serves as the blueprint to the implementation of a service
module in the framework of a state-of-the-art Business Process Manage-
ment System. Using this developed artefact, a case study is performed in
which two simplified processes from real business in the domain of bank-
ing are modelled and executed in an aspect oriented manner. Through
this case study, we also demonstrate that adoption of aspect oriented
modularization increases the reusability while reducing the complexity
of business process models in practice.
Keywords: Business Process Management, Aspect Oriented, Weaving,
Service Oriented Architecture, Reusability, Coloured Petri Nets
1 Introduction
Reducing the complexity of models is an important issue in the Business Pro-
cess Management (BPM) area. Business process models tend to become complex
quickly [4], which makes them difficult to communicate, use, maintain and val-
idate [28]. Various approaches have been proposed to reduce the complexity of
process models (e.g. [15, 18, 32, 33]). Some of these approaches have been anal-
ysed and systemised as a collection of patterns [28]. One of the patterns is called
orthogonal modularization, which aims to reduce the complexity of a model by
? Involvement in this work is supported by an ARC Discovery grant with number
DP120101624.
separating different aspects of a process, such as security and privacy. Tradition-
ally, these aspects are defined in a single process model, hence adding to the
complexity of the model [34]. In contrast, orthogonal modularization advocates
modelling the aspects as separate processes. These processes are related to the
main process, where they represent different pieces of the puzzle. The business
process is described as a result of putting together all pieces of the puzzle. The
mechanism that puts all aspects and the main process model together is called
weaving, while the whole technique is called aspect oriented modularization.
Aspect oriented modularization so far has been realised as extensions to
current business process modelling techniques such as Aspect Oriented Busi-
ness Process Modeling Notation (AO4BPMN) [7, 13, 14, 18]. Existing work on
AO4BPEL [12] proposed an aspect-oriented extension to Business Process Ex-
ecution Language for Web Services (BPEL), and their approach for weaving of
apsects was defined for that specific language only. How to support the enact-
ment of aspect oriented business process models in general is still an open issue.
In this paper, we present a solution to runtime execution of aspect oriented
process models based on the principle behind dynamic weaving of aspects. It
is defined in a generic manner, i.e. independent of any specific business process
modelling technique or Business Process Mangement System (BPMS). The pro-
posed solution, in the form of a so-called Aspect Service, is formally specified
using Coloured Petri Nets (CPNs). We select CPN as it is a widely-used formal
technique for system design and verification, and its application in the domain
of workflow management has been well-established [1]. The CPN specification of
Aspect Service serves as a blueprint for design and implementation of a service
module which extends the capability of a state-of-the-art BPMS with support
to aspect oriented business process enactment. The developed artefact has been
used in a real banking case study to validate our solution. The case study also
demonstrates that by adopting aspect oriented modularization one can reduce
the complexity while increase the reusability of process models in practice.
The remainder of this paper is structured as follows. Section 2 provides a
background of the aspect oriented business process modelling. Section 3 de-
scribes an overview of our solution to support weaving of aspects during process
enactment. Section 4 presents the formalization of the solution in CPN. This
is followed by the description of a supporting implementation within an open
source BPMS environment in Section 5. Section 6 describes a case study that is
conducted using the implemented artefact. Section 7 discusses related work, and
finally Section 8 concludes the paper and outlines directions for future work.
2 Background
Process models encompass different activities, which address different concerns
of business processes. Charfi et al. enumerate compliance, auditing, business
monitoring, accounting, billing, authorization, privacy and separation of duties
as examples of concerns [13]. It is common that some of these concerns are
scattered across several business processes.
As a real example in Swedish public organizations, it is compulsory to inform
citizens if a decision is made on their applications. Accordingly, an inform activ-
ity is required in all business processes that contain a decide activity. Moreover,
a process may contain several decide activities, implying the need for several
inform activities. If the inform activity is changed, or if the policy regarding the
informing concern is modified, we have to find and update all business processes
containing a decide activity. To be conformed to the law, when designing a
new business process one has to remember to add the inform activity after each
decide activity. Such efforts add costs in designing, updating and monitoring
business processes, and increase the risk of inconsistency in the resulting process
models. Moreover, concerns are tightly coupled with individual business pro-
cesses and could not be reused. As a result, models of business processes become
more complex, less reusable and more costly to design and maintain [30].
The Aspect Oriented Paradigm addresses these problems by separating dif-
ferent concerns from the main process. Concerns are captured in terms of aspects
associated with a business process and thus can be handled outside the main pro-
cess. There are various works (e.g [7, 13, 14, 18]), which provide means for aspect
oriented business process modelling. Aspect Oriented Business Process Modeling
Notation (AO4BPMN) [13] is one such approach that defines the terminology
and suggests a notation based on BPMN for modelling processes according to
the aspect oriented principle.
Let’s consider an example of a business process involving different concerns.
Fig. 1 describes a simplified version of a Transfer Money Process in the bank-
ing domain using BPMN3. First, a customer fills in information. Next, if the
money is transferred to the customer’s own account, the transfer is performed
straight away; otherwise, the transaction needs to be signed beforehand. Finally,
the transaction is archived. The Sign Transaction activity is part of the secu-
rity aspect, and the Archive Information activity is part of the logging aspect.
These aspects describe different concerns related to the Transfer activity.
Fig. 2 depicts the above process using AO4BPMN [13]. The concerns are
removed from the main process and modelled separately through aspects. Hence,
the main process contains only the Fill Information and Transfer activities.
The two additional models annotated with an Aspect label are called aspect
models. They capture the Logging Aspect and Security Aspect, respectively.
An aspect consists of one or more advices, which are specified by individual
process models annotated with an Advice label. An advice captures a specific
part of a concern under a certain condition called pointcut. A pointcut indicates
when and where the advice should be integrated with the main process. The
possible points of integrations are called join points. A join point can be related
to an aspect via a pointcut, and in such case, it is called an advised joint point.
In AO4BPMN, join points are activities. A pointcut condition, on the one hand,
is captured in an annotation associated with an advised joint point activity in
the main process, and on the other hand, is specified in a data object as input
to the corresponding advice process model. In Fig. 2, the Transfer activity is
an example of an advised joint point with two pointcuts: one referring to the
advice related to information archiving in the Logging Aspect, the other to the
advice related to transaction signing in the Security Aspect.
3 For simplicity, we omit pools/lanes in this process model.
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Next, a PROCEED activity within an advice model acts as a “placeholder”.
This placeholder is for carrying out the relevant advised joint point activity
during the execution of the advice. As such, the position of a PROCEED activity
determines how the execution of an advice interleaves with the related advised
joint point activity. There are three scenarios: an advice occurring before, after or
around an advised joint point. For example, in Fig. 2, the Archive Information
activity occurs after the Transfer activity, while the Sign Transaction activity
occurs before the Transfer activity. It is possible that an advice does not have a
PROCEED activity. Such advice is called an implicit advice, and is executed before
the related advised joint point activity.
Comparing the process models in Fig. 1 and Fig. 2 shows that aspect ori-
ented process modelling increases reusability because an aspect can be related to
different activities and even different processes. It also makes the maintenance
of process models easier, since any change to a concern would only affect the rel-
evant aspect. Finally, it reduces the complexity of process models that capture
the core processes.
3 Overview of the Solution
In the area of BPM, the existing aspect oriented modularisation approaches,
such as AO4BPMN, only support process modelling. These models should be
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Fig. 3. An abstract example of an aspect oriented process model
weaved in order to be executable. The weaving can be performed at design
time or at runtime, which are called static or dynamic weaving correspondingly.
Static weaving does not resilient to change, since for every change the process
model should be weaved and loaded into BPMS. However, dynamic weaving
is the approach that is flexible and solve such problem. Dynamic weaving of
aspects are investigated in different areas like programming(e.g. [27, 26]), service
composition [11] and etc. However, it is still an open issue in BPM area.
In this section, we propose a generic solution in form of a so-called Aspect
Service, which extends current BPMSs with runtime support to aspect oriented
modularization.
According to the principle of weaving, the aspects and their advices are to be
executed together with the main process, and synchronisations are to be made
at the Proceed placeholder as well as at the end of each advice. To explain
such requirements of weaving in more detail, we use an abstract example of an
aspect oriented process model shown in Fig. 3. There is a main process with four
aspects, which are associated to one of the activities (activity B) in the process,
and each aspect contains a single advice. Based on the fact that aspect Y has
an after advice, aspect Z has a before advice, aspect X has an around advice,
and aspect W has an implicit advice, it can be determined when activity B
should take place together with the four advices. Moreover, activity C, which is
the activity that follows activity B, in the main process, cannot occur until the
executions of all the advices associated with activity B are completed. Hence, the
valid execution sequence of activities in the process in Fig. 3 will be A, followed
by D, G and H in parallel, then B, followed by E and F in parallel, and finally
C. Using regular expression this can be written as A(D||G||H)B(E||F )C.
At runtime, the enactment of business processes, including executions of
activities in the main process and those in the associated aspects, is managed
through a BPMS. The Aspect Service controls and coordinates the interactions
between (the advices in) the aspects and the main process. We propose a generic
approach to support dynamic weaving of aspects during process enactment. It
consists of the following four steps. Note that for an implicit advice, a pre-
processing is required which adds an (empty) Proceed placeholder to the end
of the advice, and as such an implicit advice is treated as before advice during
dynamic weaving.
1 Launching : before executing an advised joint point, the Aspect Service
shall launch all valid advices associated with that joint point. Each valid
advice is determined by the Aspect Service through evaluation of the cor-
responding pointcut condition. If the pointcut condition holds, the Aspect
Service will initiate one instance for that valid advice.
2 Pausing : the Aspect Service shall pause the execution of an advice when
reaching the Proceed activity in the advice and at the same time enable the
execution of the corresponding advised joint point in the main process. It is
possible that multiple advices exist for one advised join point, in which case,
the Proceed activities in these advices should be synchronized to ensure a
single execution of the advised joint point.
3 Resuming : when the execution of the advised join point is completed, the
Aspect Service shall resume the enactment of those advice instances that are
interrupted by the execution of the advised joint point. Note that for each
launched advice (regardless it being a before, after, or around advice), the
control of execution will be returned to the corresponding advice instance
after the enactment of the advised joint point.
4 Finalizing : the Aspect Service shall complete the executions of all the
launched advice instances before the enactment of the main process can con-
tinue. Only when the executions of all the launched advice instances finish,
the control will be returned to the main process to continue its enactment
(to subsequent activities enabled after the advised joint point). This signals
the end of the weaving of aspects associated with that advised joint point.
Fig. 4 illustrates the dynamic weaving of the aspects with the main process
using the example shown in Fig. 3. To reflect runtime nature of weaving, we
use the notation of Yet Another Workflow Language (YAWL). YAWL is based
on Petri nets but extended with advanced control-flow constructs to facilitate
workflow modelling. In the left-hand side of Fig. 4, there are four YAWL nets
capturing the main process and the three advice processes, respectively. Between
each advice net and the main net, there are highlighted annotations capturing
the above four-phased weaving approach. For illustration purpose, the overall
behaviour resulting from the weaving of three aspects with the main process of
the example in Fig. 3 is specified as the YAWL net in the right-hand side of Fig. 4.
Tasks that belong to the same advice share the same graphical annotation.
Next, we look into specific states and state changes during process enactment
to elaborate the above weaving approach. At runtime, an instance of an activity
is called work item. Russell et al. define a general lifecycle of a work item,
which describes the possible states and relation between these states during the
execution of a work item [29] (See Fig. 5). In each state, different information is
available concerning different perspectives . For example, the data of the resource
perspective is not available when a work item is in the Created state. Instead,
it is available when the work item is in the Started state.
To separate cross-cutting concerns, we need to have information regarding
different perspectives. The states in which a work item has all information are
Started, Suspended, Completed and Failed states. As it can be seen in Fig. 5, a
work item can be alternate between Started state and Suspended state. Hence,
these states are central for the weaving of advice to a main process. Therefore,
the following states changes can be defined for instances of activities in both
main and advices models during the weaving of aspects.
For Launching, the state of an advised join point shall be changed from
started to Suspended. Then, all advices shall be launched. For Pausing, the
Suspended state of the advised join point should be changed to Started, i.e.
ready to be executed. For Resuming, the remainder activities of the main process
should not be executed, and the advised join point state remains in Completed.
The solution is to prevent instances of other activities to be Completed. There-
fore, other instances of all other activities should be changed to Suspended if
they reach to the Started state. For Finalizing, the suspended work items in
previous step should be changed to Started again.
During all these steps, the data should also be synchronised between the
main process and its advices. In case several advices operate on the same data
simultaneously (see for example activities D and G in Fig. 4), the last event
will overwrite the data that are stored by the work items of the advised joint
point, that has already been completed. In the next section, we describe the
CPN model that shows the operational semantics of the weaving at runtime.
4 Formal Specification
The formalisation of the Aspect Service is specified using hierarchical Coloured
Petri Nets. The solution is a three-level model. The top-level module captures the
behaviour of the initiation of the service (see Fig. 6). The second level captures
the weaving behaviour (see Fig. 7). This model contains four modules capturing
the requirements related to weaving described in the previous section. It also
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contains a module for communicating with the BPMS and performing actions
for data persistence, which is needed for the weaving. These five modules con-
stitute the third level of the CPN Model. The model defines 57 colour sets and
33 functions. We re-used some of the colour sets, variables and functions from
the Worklet Service CPN model [5]. A preliminary version of the CPN model
from our previous work is reported in [19]. In that version, the semantic was
not developed based on workitem lifecycle; while, this version is refined to be
compatible with the lifecycle. This compatibility makes the semantic general for
all workflow management systems.
The interaction of the Aspect Service and a BPMS is realized through passing
a number of messages. These messages are named constraints and commands.
Constraints are the messages raised by the BPMS, and Commands are the mes-
sages invoked by the Aspect Service.
We used standard constraints and messages according to the BPMS reference
model defined by the Workflow Management Coalition (WfMC). For concrete
names of messages, we adopted those in the YAWL system which is known
(c, id, aType)
if aType=postAspect
then 1`(id, d)
else empty
if  aType=preAspect 
then 1` (c, id, xlt, d)
else empty
(c, i, getAspectType((s, t, setAspectConstraint(pre))))
(i, getTreeAspect((s, t, setAspectConstraint(pre)), tList), d)
tList
((s, c, t, i, d), cd, pre, isProceed)
tList
(s, c, d, false)
(c, d)
(c, i, d)
((s, c, t, i, d), cd, pre, isProceed)
(c, id, aType)
(id, xlt, d)
(id, [], d)
matchPointcut
[isProceed=false, isValidJP(s,tList)]
weaveAspect
weaveAspect
selectPointcut
selectPointcut
endAdvice
[isValidCase(s, tList)]
isProceedCmd
[pre=true, isProceed=true]
enableAspect
[xlt!=[]]
notFulfilled
pointcutRetrieved
IDxTREExDATA
caseConstraint
evCASECONSTRAINT
completedAdvice
CASExDATA
Proceed
CASEIDxITEMIDxDATA
AspectInfo
CASEIDxITEMIDxEXLETxDATA
AdvisedJP
ITEMIDxDATA
handler
IDxEXLETxDATA
pointcutSpec
TREELIST saveAspectInfo
CASEIDxITEMIDxASPECTTYPE
workitemConstraint
evITEMCONSTRAINT
Fig. 6. CPN: Aspect Service
Core
Core
Finalizing
Finalizing
Resuming
Resuming
Pausing
Pausing
Launching
Launching
ICore COREMSG
AdvisedJP
In ITEMIDxDATA
AspectInfo
In
CASEIDxITEMIDxEXLETxDATA
completedAdvice
In CASExDATA
Proceed
In CASEIDxITEMIDxDATA
Fig. 7. CPN: weaveAspect
as conforming to the WfMC’s reference model. Hence, the solution is general
and can be adapted to any BPMS. The constraint messages are WorkitemCon-
straint and CaseConstraint. The raising of one of these messages is signified
in the CPN model in Fig. 6 as a token arriving in the workitemConstraint
or caseConstraint places correspondingly (the places are highlighted in the
figure). In other words, these places are the starting points of the net.
As it can be seen in Fig. 6, the service recognizes if the WorkitemConstraint is
related to a normal activity or to a Proceed activity (see the matchPointcut and
isProceedCmd transitions). If it is a normal activity, the matchPointcut inves-
tigates whether a pointcut is defined for the activity or not. If yes, the pointcut
is evaluated to see which advices should be launched using selectPointcut
subnet. If the pointcut is fulfilled, the enableAspect transition is enabled, else
the notFulfilled transition is enabled. The result leads to Launching if the
advised join point is just started (the enableAspect transition produces a to-
ken in AspectInfo place). However, if the advised join point is completed, the
Resuming should be started (the enableAspect transition produces a token in
AdvisedJP place). If it is a Proceed activity, no Pointcut is needed to be checked
(the isProceedCmd transition produces a token in Proceed place). As a result,
the Pausing can be started. The Finalizing can be started if all advices are fin-
ished. This condition is checked using endAdvice transition, which produces a
token in completedAdvice place if a token representing the end of a launched
advice appears in caseConstraint.
The net in Fig. 6 shows how messages received from the BPMS should be
processed to enable weaving. The weaving is described by the weaveAspect
sub-net shown in Fig 7. The weaveAspect net contains five subnets such as
Launching, Pausing, Resuming, Finalizing and Core. The first four subnets
fulfils the four weaving requirements, and the last one persists the data which
are required to perform weaving.
The CPN model allowed us to verify the design of the Aspect Service using
state space analysis. This analysis showed that the nets were free of deadlocks.
Moreover, the Strongly Connected Component (SCC) graph of the model has the
same number of nodes and arcs as the corresponding state space. This indicates
that there is no cycle in the CPN model, which is expected since a weaving
process taken into account within the scope of current work is free of cycles.
Due to space consideration the rest of the CPN model is not described here.
Full details of the model with definition of the colour sets, variables, functions
and analysis are publically available and can be downloaded4.
5 Implementation
Using the formal CPN specification of our proposed solution for dynamic weav-
ing of aspects for process enactment, we implemented two artefacts, a Pointcut
Editor and an Aspect Service5, in the framework of the YAWL system6. We
chose YAWL because: 1) it provides support to the full workitem life cycle; 2) it
has formal foundation; and 3) it is open-source and based on Service Oriented
Architecture [2, 3].
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Fig. 8. Implemented artefacts to enable dynamic weaving
The Pointcut Editor (see a screenshot of the GUI in Fig. 8(a)) enables the
definition of aspects, advices and pointcuts. Each aspect can have several advices,
and each advice can have several pointcuts. These pointcuts consist of the name
of the process and activity for which the advice should be weaved. The pointcut
4 http://www.aobpm.com
5 The artefacts, with examples and case studies, can be downloaded from
http://www.aobpm.com
6 An open source BPMS, see http://www.yawlfoundation.org
also includes a condition. The condition is used to define data constraints, which
controls the enactment of an advice (e.g. transfer to non own account). If the
condition is fulfilled, the advice will be weaved. The condition can be written
using XPath language.
Fig. 8(b) shows the architecture of the Aspect Service and its relation to the
BPMS. The service is connected to the YAWL Engine through two interfaces, i.e.
B and X. Interface X and B are used to capture case and workitem level events
correspondingly. The service also reads the rules (composed by the Pointcut
Editor) from the Rule Repository. The rules specify which events should be
captured. During implementation, the example in Fig. 3 was used for testing,
since it contains all combinations of advice types.
6 Case Study
In this section, we apply the aspect oriented approach to a real case from the fi-
nancial domain7. The case demonstrates how the aspect oriented modularization
can be used to capture cross-cutting concerns in two banking process models and
thus enactment of the two aspect oriented process models using the implemented
artefacts in the previous section.
These processes were modelled in a traditional way first (see Fig. 9). Then,
cross-cutting concerns were separated from them by applying AO4BPMN (see
Fig. 10). Afterwards, the AO4BPMN model (see Fig. 10) was manually converted
to a YAWL model for execution in the YAWL system. The Pointcut Editor was
used to define pointcuts, and the Aspect Service was used to enact processes.
The banking case was selected due to our previous knowledge in that domain.
To choose appropriate processes, i.e. fairly simple yet representative processes, we
conducted an interview with a domain expert from a bank. For the confidentiality
reason, the bank asked to remain anonymous. Two processes were selected, i.e.
the Deal for speculation process and the Change Asset Deal process. Detailed
information about the processes was derived through a follow-up interview with
the same domain expert.
The goal of the Deal for speculation process is to make a profit; however,
sometimes money is lost. Hence, there is a limit on the amount of money that
a junior and a chief dealer can trade in a deal. If a junior dealer wants to use
a higher amount, an approval from his chief is needed. If the amount exceeds
the limit of the chief dealer, an approval from the general manager (GM) is also
needed. This approval needs to be archived by the Office Employee. If an ap-
proval is obtained or a deal is within one’s limit, a junior dealer opens a position,
makes the deal, and fills in a deal slip. Next, both a chief dealer and the general
manager sign the deal slip, after which the deal slip is archived. After this, two
parallel sets of activities are performed. On one hand, the dealt amount of money
is sent to the external partner of the deal. For this, first an employee of the Swift
department provides a swift draft for sending the money. Then, for security pur-
poses, the dealer, chief dealer and general manager sign the swift draft. Finally,
an employee of the Swift department sends out the swift. In parallel, the dealt
7 Translation of the banking terminology to English is done by the authors.
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Fig. 10. The TO-BE case study processes
amount of money should be received. This part starts when an employee of the
Swift department receives an MT300 swift message. The employee sends this
message to the general manager to control. The general manager makes an or-
der to the Back office department and to the dealer to control the swift message.
These orders are issued separately, according to the security policy at the bank.
The results from both controls are archived separately. When the deal is made,
a back office employee registers a voucher in the accounting system. The process
ends with archiving the voucher. Fig. 10 shows the process modeled with the
aspect oriented approach. In this model, the security concern is separated from
the main process and captured in the Security Aspect with a number of advices,
i.e. Confirm, Control and Sign.
The goal of the Change Asset Deal process is to change some asset of the bank
from one currency to another. The process starts by Backoffice Employee who
fills in the position sheet. The General Manager confirms the position sheet, and
Office Employee archives it. Next, the Junior Dealer makes the deal and fills
in dealslip. The rest of the process is the same as Deal for speculation process.
These processes are implemented with limited information from the data
perspective. This limitation does not affect on validating the artefacts, since the
current approach focuses on the execution of control-flow perspective.
Below we summarise our experiences from carrying out this case study.
– The aspect oriented approach truly enables separation of concerns. Separa-
tion of concerns like security or privacy increases the reusability, since they
are defined once (at organisation level) and applied across the organisation
where needed. It also facilitates the maintenance of a system. If a policy is
changed, the changes are reflected in one model rather than in all business
processes utilising it. In our case, if the control routines at the bank are
increased, the updates are reflected in the corresponding advice(s) instead
of in the processes implementing them.
– Aspect oriented decomposition decreases the complexity of process models
through decreasing the overall size of models. Hence, communicating models
to business users is expected to be easier [23]. The sizes of process mod-
els are decreased both in deal processes and in overall(considering advice
activities). The deal processes in Fig. 10 contain only half the number of
activities compared to the original (not aspect oriented) model. The overall
size of the set of models is also decreased since the repetitive parts in both
processes are modelled once. The total size of the models applying the as-
pect oriented approach, were more than 25 percent less than the models not
using aspect oriented decomposition. Furthermore, swimlanes which repre-
sents people who are only involved in security aspect are disappeared from
the main processes, i.e. General Manager and Chief Dealer. This also adds
the readability of models. It should be noted that the process models in the
case study are fairly small, so the expected effect of applying aspect oriented
modularization on larger process models will be even more significant.
– Aspect oriented modelling documents additional knowledge about the busi-
ness processes. This knowledge specifies the relation between cross-cutting
concerns and activities. For example, in this case study, we can see that the
Security aspect (more precisely the Sign advice) is associated to the Send
Swift activity. This information is not captured in the process modelled with
traditional approaches, where we cannot interpret whether Provide Swift
Draft or Send Swift activity is related to the security aspect.
– Guidelines on how to apply aspect oriented decomposition are needed. Some-
times different design choices are possible. For instance, the Archive activ-
ities in advices might also be considered as different aspects, i.e. logging.
Guidelines supporting such design choices would help business process ana-
lysts in applying the aspect oriented approach.
– The possibility to define the sequential order of advices associated to the
same activity should be offered. The approach offered by Charfi et al [13] or
Cappelli et al [7] do not consider the definition of precedence for advices. This
limitation enforces us to dismiss separation of some aspects from the main
process or merge aspects together (like having Archive and Sign activities
in Sign advice in our case). The first solution limits the aspect oriented
modelling to separate all cross-cutting concerns from process models; while,
the second one makes aspects more coupled together, which decreases the
reusability of them for different process models. Hence, the Aspect Service
should support the definition of precedence between advices [18]. This is to
be considered as an extension to our current work.
– The advice type should be explicitly defined in pointcut rather implicitly using
a Proceed placeholder. This study shows that the way that AO4BPMN
proposes the definition of advice types can reduce reusability of advices. For
example, a sign advice which is defined as before advice (using the Proceed
placeholder) cannot be used as after advice later. The solution is to define
the advice type in pointcut to increase the reusability of advices for both
scenarios, as what is proposed in [13] and [18].
7 Related Work
To support the Aspect Oriented paradigm two components are needed: decom-
position for capturing separation of concerns, and integration i.e. the weaving of
aspects with processes. In the process modelling area, there are some attempts
for process decomposition, e.g. [9, 13, 18, 22, 24, 31]. Despite these numerous at-
tempts, we could not find any work which shows how weaving should be performed
in BPM area. The weaving can be performed in design time or run-time, namely
static or dynamic weaving correspondingly. Static weaving suffers from lack of
flexibility, since it needs models to be weaved and uploaded into business process
for every change. In contrast, dynamic weaving covers this lack, and it provides
flexibility to change aspects at runtime [25]. Therefore, in the work presented
here, we elaborate on the Dynamic Weaving for BPM. The weaving is inspired
by the work on weaving in programming e.g. [8, 16, 20, 21].
Moreover, it should be mentioned that there is one implementation of weav-
ing for service orchestration, namely AO4BPEL [12]. AO4BPEL is an extension
to the Business Process Execution Language (BPEL) to support aspect orienta-
tion. This extension is defined based on soap message lifecycle [10]. This means
that the BPEL4People activity lifecycle is not considered at designing this ex-
tension [6], which makes the approach specific to service decomposition. Such a
limit disables AO4BPEL to address the need of separation of cross-cutting con-
cerns in BPM area. This need is even reflected by Charfi A. where he mentions
“These security concerns will not be shown in BPEL code because BPEL does
not support human participants. There is however, a recent proposal for such an
extension”. To consider the proposal (BPEL4People), the solution (AO4BPEL)
should be changed to comply with BPEL4People activity lifecycle. However, to
the best of our knowledge, no research has been done to address this issue.
Furthermore, AO4BPEL cannot be used to study the needs of separation of
concerns for other business process perspectives since BPEL does not support all
of business process perspectives. Such a need can be exemplified as the situation
where a senior employee in the bank shall confirm all activities of newly employed
clerk at the first week. This separation needs definition of pointcuts to be specific
for resource perspective. Such a separation cannot be investigated by AO4BPEL
since it is not developed based on workitem or BPEL4People activity lifecycles
[17].
8 Conclusions and Future Work
In this paper, we presented a generic solution to address how the weaving of
aspects to business processes can be done. The solution is designed and imple-
mented in form of a service, namely the Aspect Service, which extends a BPMS
to support enactment of aspect oriented business process models. We provided
a formalisation of the Aspect Service using CPNs and verified the soundness
of the design of this service (using state space analysis). The Aspect Service
is implemented in YAWL based on defined semantic. The implemented service
shows that aspect oriented business process modelling increases the reusability,
reduces the complexity and facilitates the maintenance of process models. The
artefact is also inspected through implementing two processes of a case study
from banking domain. The implementation not only shows the relevancy of the
artefact to solve the separation of cross-cutting concerns, but it also reveals lim-
itations of current aspect oriented modeling techniques. Therefore, a direction
for future work is defined based on real application of aspect orientated business
process modeling and enactment.
The solution is currently limited to weaving advices in which the Proceed
placeholder is enabled only once. This means Proceed cannot be included in
loops. Moreover, if several Proceed placeholders are defined within the same
advice, care must be taken that only one of them is enabled during the execution
of the advice (e.g. as a result of an XOR split). The impact of these limitations,
i.e. how frequent such scenarios occur in real life, needs to be studied further.
Other directions for future work include: (i) a comparison of Aspect Orienta-
tion in the programming and BPM areas. Such comparison would fortify Aspect
Oriented BPM, as the Aspect Orientation is more mature in the programming
area; (ii) a definition of a pointcut language which captures other business pro-
cess perspectives such as the resource perspective; (iii) an investigation on how
the resource patterns [29], e.g., separation of duties and retain familiar, should
be captured in orthogonal modularization; (iv) an extension to the semantic and
implementation of Aspect Service to support weaving of ordered aspects in BPM
area; (v) an investigation on the possibility to define nested aspects, i.e. an as-
pect that is related to other aspects; and (vi) extending the implementation of
Aspect Service to support other WfMSs as well.
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