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摘　要 : 通过超级块支配图来分析软件测试探针的合理插装位置 ,可有效地减少插装探针数量 ,降低代码插装
对程序的影响。基于超级块支配图的代码插装原理 ,设计一种针对 C语言的软件自动测试工具 ( SAT) ,介绍了
该工具中词法语法分析器、静态分析器、代码插装器等主要功能模块的具体实现方案 ,同时对 SAT的插装性能进
行了分析。
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Design and imp lementation of software testing tool based on
super block dom inator graph
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( a. D ept. of Physics, b. School of Inform ation Science & Technology, X iam en U niversity, X iam en Fujian 361005, China)
Abstract: This paper described the design and imp lementation of a coverage testing tool ( SAT). It emphasized on the realiza2
tion of main modules: lexer and parser, static analyzer, and code instrumenter. Compared to other tools that instruments each
basic block, SAT used super block dom inator graph to check which basic block should be instrumented so that both the number
of instrumentation p robes and runtime overhead of instrumentation are reduced effectively. Finally, used an examp le to show
the functionalities of the tool as well as the discussed performance of SAT.





证软件质量的目的 [ 1 ] ,已成为软件质量和可靠性保证的关键
技术手段。代码覆盖测试工具是目前软件测试的重要工具之
一 [ 2 ] ,它提供有效的覆盖信息用于量度测试完整性 [ 3 ]和辅助
测试员设计测试用例 ,从而提高测试效率。
代码覆盖测试工具通常是对被测试的元素 [ 4 ] (如语句、程




针对被测程序的影响 ,是覆盖工具设计的关键问题之一 [ 5, 6 ]。
近年来 ,多个文献中提到多种代码覆盖测试工具 :文献 [ 3, 7～
9 ]介绍了一款 C语言的覆盖测试工具 ATAC,该工具支持基本
块、判定、C2uses、P2uses等多种覆盖准则 ;文献 [ 10 ]介绍了基
于程序插装的动态测试技术实现的 Safep ro软件测试工具 ,具
体讨论了动态测试的模型、数据流模型和动态跟踪数据的编码
和解码技术、插装库设计与插装策略等内容 ,但这些工具都存





本文介绍了一个 C语言的块覆盖软件测试工具 ( SAT)的
设计方案与实现 ,它采用超级块支配图对插装探针个数进行有
效优化 ,减少了代码插装对被测程序性能的影响 ,同时提供图




SAT的插装策略是基于超级块支配图 [ 11 ]性质实现的 ,因
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此本章首先对超级块支配图的相关定义和性质进行阐述。
1 　超级块支配图的定义及性质
定义 1　基本块支配图是一个用二元组〈N , E〉表示的有
向图 , N 是节点集合 , E是边集合。支配图中的任一个节点 n∈
N表示程序的一个基本块 [12 ] ;边 e∈E用有序的节点对表示 ,
记为〈ni , nj〉,表示 ni直接前支配 nj (或 ni直接后支配 nj )。
性质 1　基本块支配图上的祖先节点支配后裔节点。
证明 　由基本块支配图定义可知。




设基本块支配图中的超级块集合为 { Sm | m ≤k, k =超级
块总数 } ,超级块 Sm 具有 Cm 个基本块 ,即 Sm = { nm i | i≤Cm } ,
可得 :
性质 3　Sm Α N 且 ∪
k
l
Sm = N , Sm ∩Sn = Á (m ≤k, n≤ l,
m ≠n) 。
证明 　由超级块定义可知。
性质 4　在一次执行中 ,如果超级块 Sm 中的一个基本块
被执行 ,那么 Sm 中其他基本块也被执行了。
证明 　假设在一次执行中 ,超级块 Sm { nm i | i≤Cm }中的 nm i
节点被执行。
a)若 Cm = 1,结论成立。
b)若 Cm > 1,任取 nm i , nm j∈Sm ( nm i≠nm j ) ,由定义 2得 , nm i
与 nm j强连通 ,即基本块 nm i支配 nm j,且基本块 nm j支配 nm i。根
据基本块支配关系定义 [12 ] :基本块 nm i支配 nm j,可知如果 nm j被
执行 ,则 nm i也被执行 ;基本块 nm j支配 nm i ,可知如果 nm i被执
行 ,则 nm j也被执行。故可得 ,对于超级块中任意两个基本块 ,
如果一个被执行 ,另一个也必然被执行。因此 ,超级块中的一
个基本块被执行 ,那么超级块中其他基本块也被执行了。
定义 3　如果超级块 Sm 中的一个基本块直接前支配 (或
者后支配 )超级块 Sn 中另一个基本块 ,那么称超级块 Sm 直接
支配超级块 Sn。
定义 4　超级块支配图 ( super block dominator graph, SBDG)
可以用二元组〈S, D〉表示 ,其中 S是节点集合 , D是边集合。图中
的节点 Sm ∈S表示程序的一个超级块。边〈Sm , Sn 〉∈E表示超级
块 Sm 直接支配超级块 Sn。对于给定的超级块支配图 ,删除不影
响其节点可达性的边 [13 ] ,即可得到它的等效图。以下本文中所说
的超级块支配图均指其等效图。
性质 5　超级块支配图上 ,孩子节点执行了 ,意味着父节
点也就执行了。
证明 　假设存在超级块 Sm = { nm i | i≤Cm } ,超级块 Sn =
{ nn i | i≤Cn } ,且 Sm 是 Sn 的孩子节点。根据超级块支配关系定
义 , Sn 中必然存在一个基本块 (可设为 nni )直接前支配 (或者
后支配 ) Sm 中另一个基本块 (可设为 nm i )。根据基本块支配关
系定义 , nm i如果执行 , nni就必然执行 ,且由性质 2可知 , nm i如
果执行 ,则 Sm 中所有的节点必然执行 ; nni如果执行 ,则 Sn 中所
有节点必然执行 ,故该性质得证。
以图 1 ( a)的例子程序为例 ,其程序控制流图如图 1 ( b)所
示 ,根据支配节点算法 [ 14 ] ,可得其基本块支配图为图 1 ( c)。
根据定义 2,图 1 ( c)中的强连通区域为超级块 ,如基本块 1、2、
10组成超级块 ,详细的超级块集合如图 1 ( d)所示 ,且可得超
级块支配图为图 1 ( e) ,其等效图为图 1 ( f)。
1 　插装方法
在普通的覆盖测试工具实现中 ,要获取各基本块的覆盖信
息就必须对所有基本块都进行插装 ,如对图 1的例子 ,需要对




超级块支配图上 ,依据性质 5可得 ,如果一个测试用例覆盖超
级块 U的同时 ,还必须至少覆盖 U的一个孩子节点 ,那么 U就
不需要插装 ,这些做法可减少冗余插装。例如图 1的例子程





测试工具 ,整体设计如图 2所示。主要功能组件有 :
a)词法语法分析器。词法语法器读入预处理后的 C语
言 ,构建程序语法分析树 ,并保存各个记号 ( token)的行列信
息。其中 C语言经过预处理后已展开为无注释行 ,完成宏定




一定的编码格式保存于静态文件 ( sat文件 ,数据编码如图 3
( a) )中 ,同时获取程序控制流信息 ,为自动生成测试结果作
准备。
c)代码插装器。根据程序控制流信息获取各函数的超级
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配图 ,并确定需要插装的基本块 ,即在超级块支配图中 ,对于给
定的超级块 U ,可以通过两条准则判定是否需要插装 : a)如果
U的孩子节点少于两个 ,则 U需要插装 ; b)如果存在一条从程
序入口到出口的路径 ,能够不经过超级块支配图中 U 的任何
孩子节点 ,则 U需要被插装。详细判定算法如下 [ 12 ] :
p robe (U)
{
if U has fewer than two children in the super block dom inator graph
then return true;
mark all nodes in the control flow graph as unvisited;
mark a resp resentative basic block, r, of U as unvisited;
mark a rep resentatives of the children ofU in the super block dom inator
graph as visited;
visit_p redecessors ( r) ;
visit_successors ( r) ;





visit_p redecessors ( n)
{
for each immediate p redecessor, p , of node n in the flow graph do
　　if p is not marked as visited then
　　{






for each immediate successor, s, of node n in the flow graph do
　　if s is not marked as visited then
　　{
　　　　mark s as visited;
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被测程序 ,生成带有插装探针的可执行文件 ; 测试时 ,通过运
行该可执行文件 ,插装的探针语句可将所监测块的执行情况按
照一定编码格式保存于动态跟踪文件 (. trace文件 ,数据编码
如图 3 ( b) )中。下面依据获取基本块动态跟踪信息的需要 ,讨
论插装探针函数的设计与插装位置选择。




2)块插装探针 , int xSaT( int level, int blk)





























int triang ( int i , int j , int k) {
　　int tri = 0;
　　if ( ( i < = 0) ‖ ( j < = 0) ‖ ( k < = 0) ) return 4;
　　if ( i = = j) 　tri + = 1;
　　if ( i = = k) 　tri + = 2;
　　if ( j = = k) 　tri + = 3;
　　if ( tri = = 0 ) {
　　　　if ( ( i + j < = k) ‖ ( j + k < = i) ‖ ( i + k < = j) )
　　　　　　　　tri = 4 ;
　　　　else tri = 1;
　　　　return tri;
　　}
　　if ( tri > 3 ) tri = 3;
　　else if ( ( tri = = 1 ) &&( i + j > k ) ) tri = 2;
　　else if ( ( tri = = 2 ) &&( i + k > j ) ) tri = 2;
　　else if ( ( tri = = 3 ) &&( j + k > i ) ) tri = 2;
　　else tri = 4;
　　return tri ;
}
void main ( )
{
　　int a, b, c, t;
　　p rintf ( " enter 3 integers for sides of triangles \n" ) ;
　　scanf ( " % d % d % d" , &a, &b, &c) ;
　　t = triang( a, b, c) ;
　　if ( t = = 1) p rintf ( " triange is scalene \n" ) ;
　　else if ( t = = 2) p rintf ( " triange is isosceles\n" ) ;
　　else if ( t = = 3) p rintf ( " triange is equilateral\n" ) ;
　　else if ( t = = 4) p rintf ( " this is not triange \n" ) ;
}
由于篇幅关系 ,这里列出插装后的部分代码 ,如下所示 :
if ( ( i < = 0 ) ‖ ( xSaT( sat, 2) , ( j < = 0 ) ) ‖ ( xSaT ( sat, 3) ,
( k < = 0 ) ) ) {
　　　　xSaT( sat, 4) ;
　　　　return 4 ;
}
其中 : xSaT是探针函数 , sat为表示函数层次的变量。通过执行
一个测试例子 :输入整数 11、12、13,调用 SAT工具得到未覆盖
代码如图 5 ( a)中深色部分代码 ,显示执行上述用例后测试覆
盖率如图 5 ( b)所示。
1 　 性能分析
1 1 　探针数目对比
目前的代码覆盖工具 (如 ATAC等 )都是通过对每个基本
块进行插装来获取覆盖信息。相比于这些工具 , SAT采用了超
级块支配图来选择插装探针的位置 ,在不丢失覆盖信息的情况
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下减少了探针的个数。为此本文选择四组软件测试文献中常
用的测试程序 [ 7, 16 ] ,将 SAT与 ATAC、Dyninst等工具的插装方







schedule 153 153 54 51
p rinf_token 224 224 91 89
sp iff 1 312 1 312 505 474
space 2 750 2 750 793 739
1 1 　执行时间对比
探针的引入 ,必然对被测程序的执行效率产生影响 ,本文
选择 sp iff程序 ,将 SAT与 ATAC工具进行执行时间实验 ,分别
对比在无插装、使用 ATAC插装和使用 SAT插装三种情况下 ,
执行相同的测试用例的执行时间 ,结果如表 2所示。从表中可
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