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1. Introduccio´n
Este trabajo presenta una l´ınea de investigacio´n para el desarrollo de Sistemas Multi-agente
en un entorno distribuido. La investigacio´n esta´ centrada en el estudio, disen˜o e implementacio´n
de una extensio´n de la programacio´n en lo´gica que incluye manejo de eventos y primitivas de
comunicacio´n entre procesos.
El manejo de eventos es necesario para poder desarrollar agentes que reaccionen ante ciertos
sucesos, producidos por cambios en su entorno o provocados por otros agentes. Por ejemplo, un
agente robot que choca contra un obsta´culo deber´ıa poder reaccionar directamente ante este
evento y ejecutar algu´n algoritmo de evasio´n. Por otro lado, si varios agentes deben interactuar
para resolver un problema, entonces el lenguaje debe proveer un mecanismo para la comuni-
cacio´n y coordinacio´n entre los agentes. Uniendo las facilidades de comunicacio´n y el manejo
de eventos, se permitira´ programar la respuesta a eventos externos. Esto es, eventos que son
despachados remotamente por otros agentes.
2. Manejo de eventos
En una aplicacio´n de software, un evento designa la ocurrencia de algo significativo para un
proceso o programa, como por ejemplo la finalizacio´n de una operacio´n de I/O. Se ha observado
que en ciertas aplicaciones, resulta u´til contar con procesos que se ejecutan automa´ticamente
cuando suceden ciertos eventos [1, 2]. Entre estas aplicaciones se encuentran los sistemas re-
activos (e. g., un controlador de termostato) y agentes de software en general que trabajan de
manera cooperativa o competitiva (e. g., fu´tbol de robots [5, 6]). Es importante destacar que, si
un agente tuviera que responder a ma´s de un evento deber´ıa estar preparado para manejarlos
a todos, y ser´ıa inaceptable que se ignoren algunos de ellos. Adema´s, los tiempos de arribo de
los eventos generalmente no son predecibles y pueden existir mu´ltiples fuentes.
Con la motivacio´n de agregar predicados para el manejo de eventos a programas escritos en
lenguajes de programacio´n en lo´gica, se han investigado las capacidades de distintas implemen-
taciones de Prolog y los mecanismos que han sido desarrollados para el manejo de eventos en
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otros ambientes. Ningu´n Prolog que se haya estudiado provee la funcionalidad necesaria para
que un usuario programador pueda definir sus propios eventos al intentar resolver un problema.
Por lo tanto, en este proyecto se propone desarrollar una extensio´n de una implementacio´n
de Prolog para poder manejar eventos. Para su implementacio´n, se encontro´ un interesante
mecanismo de comunicacio´n entre objetos denominado “signals & slots”, en una librer´ıa que
esta´ siendo muy utilizada en distintos ambientes de programacio´n, conocida como Qt [8, 10]. Qt
es un conjunto de herramientas multiplataforma escrito en C++ (completamente orientado a
objetos) y esta´ disponible para una gran cantidad de plataformas, por lo que los programas que
utilizan esta librer´ıa pueden ser portables. Para utilizar Qt, se debe escoger una implementacio´n
de Prolog que tenga una interface entre lenguajes con C, implementada en ambos sentidos,
i. e., para que funciones de C puedan ser llamadas desde Prolog y para que C pueda invocar
predicados de Prolog. Otras caracter´ısticas que se buscaron en el Prolog elegido fueron que su
distribucio´n sea gratuita y que contara con alguna forma de comunicacio´n entre procesos. El
prolog elegido fue SWI-Prolog [7, 13, 14] ya cumple con todas estas caracter´ısticas.
En Qt, el manejo de eventos esta´ compuesto por dos elementos fundamentales: sen˜ales y
slots [9]. Una sen˜al es emitida cuando un evento particular ocurre. Un slot, en cambio, es el
handler del evento, i. e., una funcio´n que se invoca en respuesta a una sen˜al. Se pueden conectar
tantas sen˜ales como se quiera a un u´nico slot; y una sen˜al puede ser conectada a tantos slots
como se desee. En nuestra propuesta, el comportamiento de un programa quedara´ definido
entonces por los eventos que son testeados y por las funciones que se ejecutan en respuesta
a esos eventos. En la parte de co´digo que corresponde a C++ existira´n objetos que podra´n
comunicarse utilizando sen˜ales y slots. A su vez, el programa contendra´ otra parte expresada
en lenguaje Prolog, donde habra´ predicados que se ejecutara´n ante un evento. Un esquema del
mecanismo propuesto se ilustra en la Figura 1. El co´digo en C es el encargado de emitir una
sen˜al, la cual ejecuta un predicado de Prolog para proceder con la ejecucio´n de la aplicacio´n.
Por convencio´n, se invoca a un predicado Prolog que posee el mismo nombre que la sen˜al.
slotsignal predicado
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Figura 1: Diagrama de la interaccio´n
En nuestra propuesta, tambie´n puede ocurrir que el co´digo en Prolog al intentar resolver
una meta dada llame a co´digo en C para completar alguna accio´n (e. g., emitir una sen˜al cuando
sea apropiado). Por ejemplo, supongamos que tenemos una clase Termostato en C++, con dos
sen˜ales. Una sen˜al se utiliza cuando ocurre un cambio en la temperatura actual del ambiente,
y la otra sen˜al se emite cuando cambio´ la temperatura deseada (a la que queremos llegar). Se
deber´ıa contar con una definicio´n de clase que, por lo menos, provea la funcionalidad que se
muestra en la Figura 2. Las l´ıneas punteadas en esta figura ilustran las conexiones entre sen˜ales
y slots, correspondientes a la librer´ıa Qt. La interaccio´n entre Prolog y C esta´ representada a
trave´s de las l´ıneas so´lidas.
Termostato
//constructor:
//señales:
//slots:
//comandos:
Termo Termo();
void cambio_deseada();
void cambio_actual();
void slot_cambio_deseada();
void slot_cambio_actual();
void cambiar_actual();
void cambiar_deseada();
PROLOG
C-Prolog
conexiones Qt
Prolog-C
Figura 2: Clase Termostato.
3. Comunicacio´n entre agentes
En un sistema multi-agente es importante que los agentes puedan comunicarse y coordinar
sus tareas. Para esto, el lenguaje de implementacio´n del sistema debe proveer primitivas de
comunicacio´n y coordinacio´n.
Los sockets proveen un mecanismo de comunicacio´n bidireccional, punto a punto, entre dos
procesos. Existen primitivas de comunicacio´n a trave´s de sockets en algunas versiones de Prolog,
sin embargo, ninguna de ellas permite una lectura asincro´nica de los datos que llegan al mismo.
En el mo´dulo Network de Qt se encuentran definidas dos clases que facilitan y dan portabilidad
a la programacio´n en redes. Lo ma´s interesante es que provee funciones para realizar una lectura
asincro´nica de los datos recibidos: emite una sen˜al cuando llegan datos al socket.
Para desarrollar un mecanismo completo de comunicacio´n, adema´s de la interface de sockets,
hay que acordar un lenguaje comu´n de ma´s alto nivel, con el que se expresara´n los mensajes, y
un protocolo que defina co´mo se relacionan los mensajes de una misma conversacio´n. En este
trabajo, el lenguaje que se empleara´ en el intercambio de mensajes es FIPA ACL [3].
FIPA ACL es un lenguaje de comunicacio´n entre agentes inspirado en los actos del habla,
donde un mensaje se representa como una lista de pare´ntesis balanceados. El acto comunica-
tivo presente en el mensaje es el que define la intencio´n principal del mismo. Para ordenar el
intercambio de mensajes han sido desarrollados distintos protocolos de interaccio´n. Los que se
destacan para la mayor parte de las tareas son: FIPA Request (un proceso solicita a otro la
ejecucio´n de cierta accio´n) y FIPA Query (para realizar alguna consulta).
La Figura 3 muestra un esquema de los distintos niveles considerados en este trabajo para
la comunicacio´n y el manejo de eventos. FIPA ACL es el lenguaje de especificacio´n de los
mensajes que puede utilizarse tanto en programas escritos en Prolog como en C++. Prolog
utiliza llamadas a C++ para invocar funciones de ma´s bajo nivel o utilizar los mecanismos
definidos en Qt. La librer´ıa Qt se ve como una extensio´n de C++. En el nivel ma´s bajo se
encuentra el sistema operativo; la comunicacio´n con e´ste la realiza C, mediante system calls.
FIPA ACL
Prolog
C++
Sistema Operativo
Qt
Figura 3: Niveles de abstraccio´n.
4. Eventos remotos
Contar con capacidad para generar eventos desde otro procesador, abre las puertas a una
gran cantidad de aplicaciones en Sistemas Multi-agente. De esta manera, el resultado de la
ejecucio´n de un agente no so´lo dependera´ de su co´digo, sino de la coordinacio´n y comunicacio´n
con otros agentes, que pueden brindarle informacio´n, generar eventos, y requerirle la ejecucio´n de
ciertas funciones, entre otras cosas. Uniendo las facilidades desarrolladas para la comunicacio´n
y para el manejo de eventos, se permitira´ programar la respuesta a eventos externos en Prolog.
Cuando un agente genera un evento de intere´s para otro proceso, se lo hace conocer por
medio de un mensaje. En la implementacio´n de eventos remotos, los procesos tienen abierto
un puerto P y esperan asincro´nicamente por el arribo de un mensaje. Para agilizar el manejo
de las primitivas de comunicacio´n de Qt y de los sockets, se ha definido un mo´dulo de IPC
que puede incluirse en cualquier programa y que contiene las clases y funciones ba´sicas que se
deben utilizar [11]. Este mo´dulo contiene la definicio´n del socket para el cliente y el servidor, y
emite sen˜ales que deben ser manejadas al querer leer los datos que se van recibiendo.
El manejo y ana´lisis de los mensajes recibidos tambie´n puede hacerse en Prolog, donde la
tarea de parsing es ma´s sencilla. El co´digo en C actu´a como una capa inferior en el modelo
de comunicacio´n y se encarga del transporte de los mensajes. Se desarrollaron dos predica-
dos ba´sicos para enviar y recibir mensajes: msg_enviar/4 y msg_recibir/4 (ver detalles de
implementacio´n en [11]). En ambos predicados se especifican como argumentos el acto comuni-
cativo, la lista de para´metros, el host y port del destinatario. Lo interesante es que en el co´digo
Prolog se puede poner especial atencio´n a los mensajes ma´s relevantes para la tarea que se
esta´ realizando, unificando el te´rmino del acto comunicativo.
5. Conclusiones y trabajo futuro
En el presente trabajo se ha presentado un mecanismo para que programas escritos en
Prolog puedan reaccionar ante la ocurrencia de eventos. Estos eventos no so´lo se generan en el
mismo programa, sino que pueden ser enviados desde otro procesador, por otro proceso, como
un mensaje. A su vez, se ha definido un mecanismo completo de comunicacio´n y se presentaron
nuevos predicados de alto nivel para enviar y recibir mensajes; esto implica que no hay necesidad
de manejar sockets directamente, ni poseer conocimientos de protocolos de red.
Estas dos nuevas posibilidades que se tienen ahora en un programa escrito en Prolog, even-
tos y comunicacio´n, abren paso a nuevas aplicaciones y facilitan la tarea del programador al
implementar agentes que interactu´an.
En trabajos futuros podr´ıan implementarse predicados de alto nivel para el manejo de
los protocolos de FIPA y agregar algunos ma´s avanzados para realizar negociaciones, como
pueden ser los de red de contrato (Contract-Net) y subastas (Auction). Podr´ıan desarrollarse
casos de estudio que involucren una gran cantidad de agentes que se ejecutan en red, y que
se comunican para alcanzar un objetivo comu´n. Incluso, se podr´ıa trabajar con agentes que
realicen planificaciones al recibir ciertos requerimientos de ejecucio´n de tareas. En este u´ltimo
caso, se podr´ıa analizar la disponibilidad de los recursos y decidir, en forma inteligente, si se
puede cometer la tarea, o si es preferible delegarla a algu´n otro agente que este´ dispuesto a
realizarla.
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