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Rád bych podeˇkoval spolecˇnosti Tieto Czech s.r.o. za možnost vykonání odborné praxe a
všem jejím zameˇstnancu˚m, kterˇí se mnou spolupracovali.
Abstrakt
Cílem této bakalárˇské práce je popsat pru˚beˇh odborné praxe, kterou jsem absolvoval ve
firmeˇ Tieto Czech s.r.o na pozici Software developer. Hlavní náplní praxe byl vývoj webo-
vých aplikací na platformeˇ Java.
Zacˇátek práce obsahuje prˇedstavení spolecˇnosti a mé pracovní zarˇazení. Hlavní cˇást
se zabývá popisem zadaných úkolu˚ a jejich rˇešením. V poslední cˇásti je popis uplatneˇ-
ných znalostí získaných v pru˚beˇhu studia a také teˇch scházejících. Následuje zhodnocení
dosažených výsledku˚ a zkušeností, které mi praxe prˇinesla.
Klícˇová slova: Odborná praxe, Tieto, Java, Spring framework
Abstract
The aim of this bachelor thesis is description of my professional practice, which I passed
in the company Tieto Czech s.r.o. as a Software Developer. The main scope of practice
was developing web applications in the Java platform.
The beginning of thesis contains presentation of the company and my assignment.
The main part describes the tasks and their solution. At the last part is description of
skills, which I used and also those, which I had not. The next is evaluation of the results
and skills, which I have gained.
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Seznam použitých zkratek a symbolu˚
MVC – Model View Controller
SQL – Structured Query Language
POJO – Plain Old Java Objects
HTML – Hyper Text Markup Language
CSS – Cascading Style Sheets
XML – Extensible Markup Language
Java EE – Java Platform, Enterprise Edition
JSP – JavaServer Pages
LDAP – Lightweight Directory Access Protocol
Q&A software – Question and Answer software
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41 Úvod
Tato bakalárˇská práce popisuje pru˚beˇh individuální odborné praxe, kterou jsem absolvo-
val ve firmeˇ Tieto Czech s.r.o. Do spolecˇnosti jsem byl prˇijat na pozici Software Developer.
Hlavním du˚vodem, procˇ jsem se rozhodl vykonávat odbornou praxi, bylo získání prak-
tických zkušeností v oboru, které mi prozatím chybeˇly. Dalším du˚vodem bylo zlepšení
dovedností ve vývoji informacˇních systému˚ a seznámení se s pracovní kulturou. O na-
bídce praxí ve spolecˇnosti Tieto jsem se dozveˇdeˇl z jejich internetových stránek. Pozici
software developer jsem si vybral z du˚vodu, že se zajímám o programování a podobnou
pozici bych chteˇl vykonávat i v budoucím povolání.
52 Prˇedstavení spolecˇnosti
Spolecˇnost Tieto byla založena v roce 1968 a má sídlo v Helsinkách. Cˇisté tržby spolecˇ-
nosti cˇiní 1,8 miliardy euro a zameˇstnává 15 000 expertu˚ ve více než dvaceti zemích sveˇta.
Tieto je nejveˇtší dodavatel IT služeb pro soukromý a verˇejný sektor ve Skandinávii. Do
Cˇeské republiky spolecˇnost Tieto vstoupila v roce 2001 a v soucˇasnosti má více než 2000
zameˇstnancu˚ a je jedním z nejveˇtších zameˇstnavatelu˚ v oblasti IT služeb v Cˇeské repub-
lice a nejveˇtším v Moravskoslezském kraji. V roce 2004 spolecˇnost otevrˇela softwarové
centrum v Ostraveˇ.
2.1 Hlavní služby spolecˇnosti a její zameˇrˇení
2.1.1 Vývoj a správa aplikací
Vývoj a správa desktopových, webových a mobilních aplikací na platformeˇ open source
nebo Microsoft. Správa a optimalizace databází.
2.1.2 Portálová rˇešení
Tvorba podnikových portálu˚ pro jednotlivé oblasti chodu organizací jako naprˇíklad pro-
jektové rˇízení a správa dokumentu˚.
2.1.3 Podnikové systémy
Podnikové informacˇní systémy SAP. Nabízí procesneˇ orientovaný a agilní prˇístup k rˇe-
šení potrˇeb zákazníka.
2.1.4 Bussiness Intelligence
Nástroje a techniky, které umožnˇují rychlé a kvalitní rozhodování ve firmeˇ.
2.1.5 Bussiness a IT transformace
Nabízí konzultacˇní služby, které umožnˇují efektivní naplneˇní vize, strategií a požadavku˚
pro spolecˇnosti prostrˇednictvím informacˇních technologií.
2.1.6 Aplikacˇní outscourcing
Dodávka pracovníku˚, procesu˚, technologií a rˇešení pro rˇízení provozu IT infrastruktury
nebo pro správu aplikací.
2.2 Pracovní prostrˇedí a zarˇazení
Po kontaktování spolecˇnosti jsem nejprve absolvoval prˇijímací pohovor, kde si oveˇrˇili
jak moje odborné znalosti programování v jazyce Java, tak úrovenˇ anglicˇtiny. Poté jsem
nastoupil na vstupní školení, které trvalo dva dny. Zde jsem se dozveˇdeˇl informace o
6pracovních podmínkách, strukturˇe firmy a také jsem podstoupil školení agilní metody
Scrum urcˇené pro vývojárˇe. Po nastoupení na nové pracovní místo jsem se seznámil s
mým Line Managerem, konzultantem a také druhým studentem, který se mnou pracoval
po celou dobu praxe. Byl jsem zarˇazen jako Software Developer na oddeˇlení, které se
veˇnuje open source technologiím a to prˇedevším platformeˇ Java. V pru˚beˇhu praxe jsme
spolupracovali s druhým studentem na stejných projektech, které náš konzultant jednou
za cˇas zhodnotil a poskytl nám zpeˇtnou vazbu.
73 Zadané úkoly
3.1 Q&A software - Tieto Ask
Prvním úkolem bylo navrhnout a implementovat webovou aplikaci s pracovním názvem
Tieto Ask. Požadavkem bylo vytvorˇit takzvaný Q&A software, který by sloužil k zodpo-
veˇzení dotazu˚ v rámci spolecˇnosti Tieto. Naprˇíklad personální oddeˇlení musí odpoví-
dat mailem na stále stejné otázky, které jim zabírají cˇas. Proto vznikla myšlenka vytvorˇit
aplikaci, která bude prˇístupná všem zameˇstnancu˚m spolecˇnosti, kde bude možnost vy-
hledat rˇešení jejich problému˚. Pokud uživatel rˇešení nenajde, tak vytvorˇí novou otázku,
na kterou budou ostatní odpovídat. Inspirací se stal portál stackoverflow.com, který se
ovšem zameˇrˇuje na pomoc programátoru˚m. Tieto Ask je urcˇena pro rˇešení problému˚
všeho druhu a cílovou skupinou jsou jak technicˇtí pracovníci, tak i ostatní zameˇstnanci.
Každá otázka má takzvané tagy, což jsou štítky oznacˇující druh otázky, které slouží k
roztrˇídeˇní otázek. Naprˇíklad pokud neˇkdo bude mít problém s Javou, tak k otázce prˇidá
tag "Java"a podobneˇ. Každá otázka mu˚že obsahovat i více tagu˚. Uživatelé mají možnost
otázky a odpoveˇdí hodnotit a poté odpoveˇdi s veˇtším hodnocením jsou zobrazovány
prˇednostneˇ.
3.2 Czech Academy
Druhým úkolem bylo vytvorˇení informacˇního systému pro personální oddeˇlení, který
nahradí starší již používaný systém, který byl vytorˇen v Ruby On Rails. Systém slouží
ke správeˇ školících tréninku˚ pro zameˇstnance. Pracovníci personálního oddeˇlení zde vy-
tvárˇí školení, kterému nastaví termíny konání a další parametry jako naprˇíklad cenu a
pro jakou skupinu zameˇstnancu˚ je školení urcˇeno. Zameˇstnanci pak mají možnost se
prˇes systém na tyto školení registrovat. Pracovníci z personálního oddeˇlení pak získají
prˇehled nad prˇihlášenými úcˇastníky. Mu˚žou úcˇastníku˚m schvalovat jednotlivé školení,
posílat hromadné zprávy, vytisknout prezence a podobneˇ. Nenašel se žádný vývojárˇ,
který by udržoval starý systém a rozširˇoval jeho funkcionalitu, jelikož je ve firmeˇ nedo-
statek zameˇstnancu˚, kterˇí pracují s jazykem Ruby. Také zdrojový kód starého systému byl
neprˇehledný a bez dokumentace. Proto vznikl požadavek prˇepracovat systém do Javy, s
kterou ve firmeˇ pracuje více vývojárˇu˚. Cílem bylo vytvorˇit novou webovou aplikaci na
platformeˇ Java, která bude mít prˇehledný zdrojový kód a pu˚jde snadno udržovat a dále
rozširˇovat.
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Obrázek 1: Ukázka aplikace Tieto Ask
Aplikaci Tieto Ask jsme vyvíjeli od úplného zacˇátku až po nasazení na server. V násle-
dujících podkapitolách popíšu nejdu˚ležiteˇjší cˇásti, které nás provázeli vývojem aplikace.
4.1 Specifikace požadavku˚
Nejprve jsme se od našeho konzultanta dozveˇdeˇli informace o systému, který je potrˇeba
vytvorˇit a sepsali strucˇnou specifikaci požadavku˚ a funkcionality. Dále byl vytvorˇen ná-
vrh vzhledu aplikace. Základní požadovaná funkcionalita:
• Webová aplikace na platformeˇ Java
• Vkládání otázek a odpoveˇdí
• Prˇihlášení uživatelu˚ pomocí firemního LDAP
• Hodnocení otázek a odpoveˇdí
• Možnost zobrazení otázek rozdeˇlených podle takzvaných tagu˚
• Vyhledávání otázek a odpoveˇdí
• Odpoveˇdi s vyšším hodnocením se zobrazují prˇednostneˇ
• Možnost oznacˇit odpoveˇd’, která vyrˇešila problém
• Editace odpoveˇdí a otázek jejich autorem
94.2 Založení aplikace
Pro tvorbu aplikace jsme využívali vývojové prostrˇedí Netbeans. Aplikace byla založena
jako Maven projekt. Apache Maven je nástroj používaný pro vývoj Java aplikací, který
umožnˇuje definovat externí závislosti projektu (Artefakty) a usnadnˇuje práci prˇi sesta-
vení aplikace. V korˇenovém adresárˇi každého Maven projektu se nachází konfiguracˇní
soubor pom.xml. V tomto souboru definujeme všechny artefakty pomocí parametru˚ jako
jsou groupId, artefactId, version. Maven pak sám dodá potrˇebné knihovny ze svého re-
pozitárˇe a sestaví celý projekt. Prˇíklad konfigurace pom.xml:
<project>
<modelVersion>4.0.0</modelVersion>
<groupId>com.tieto</groupId>
< artifactId >TietoAsk</artifactId>
<version>1.0−SNAPSHOT</version>
<packaging>war</packaging>
<dependencies>
<dependency>
<groupId>org.springframework</groupId>
< artifactId >spring−core</artifactId>
<version>4.1.4.RELEASE</version>
</dependency>
<dependency>
<groupId>org.springframework</groupId>
< artifactId >spring−web</artifactId>
<version>4.1.4.RELEASE</version>
</dependency>
<dependency>
<groupId>org.springframework</groupId>
< artifactId >spring−webmvc</artifactId>
<version>4.1.4.RELEASE</version>
</dependency>
</dependencies>
</project>
Výpis 1: Ukázka konfigurace souboru pom.xml
V prˇíkladu jsem ukázal konfiguraci Maven projektu, který obsahuje závislosti na Spring
framework verze 4.1.4, kterou jsme použili také v naší aplikaci. V pru˚beˇhu vývoje apli-
kace jsme postupneˇ prˇidávali další závislosti podle potrˇeby. Aplikace byla rozdeˇlena do
vrstev podle trˇívrstvé architektury, proto byl hlavní projekt rozdeˇlen na další trˇi podpro-
jekty, které reprezentovaly datovou, aplikacˇní a prezentacˇní vrstvu. Pro sdílení zdrojo-
vého kódu aplikace jsme využívali nástroj Git.
4.3 Vytvorˇení datového modelu
K vytvorˇení datového modelu jsme využili Hibernate framework. Z jeho pomocí jsme
mapovali Java trˇídy na entity v relacˇní databázi. Každou trˇídu, kterou jsme potrˇebovali
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mapovat do databáze, jsme oznacˇili anotací. Hibernate poté dokáže automaticky vytvorˇit
datový model v prˇíslušné databázi podle konfigurace. Prˇíklad mapování entity s využi-
tím anotací v Java trˇídeˇ:
@Entity
@Table(name="Question")
public class Question implements Serializable {
@Id
@GeneratedValue(strategy = GenerationType.AUTO)
private Integer id ;
private String title ;
@Column(columnDefinition="TEXT")
private String description ;
private Boolean solved = false;
private Integer views = 0;
@Temporal(javax.persistence.TemporalType.DATE)
private Date dateCreated;
}
Výpis 2: Mapování entity pomocí Hibernate
Podle uvedeného prˇíkladu Hibernate vytvorˇí v databázi tabulku s názvem Question,
která bude mít sloupce id, title, description, solved a dataCreated. Atribut id bude au-
tomaticky generovaným primárním klícˇem a všechny atributy budou mít požadované
datové typy. Mu˚žeme videˇt, že anotace jsou použity nad názvem trˇídy a také u atributu˚.
Pomocí anotací také vytvárˇíme vztahy mezi relacemi v databázi. V následujícím prˇí-
kladu jsem uvedl, jak vytvorˇit dveˇ tabulky s kardinalitou 1:N, kdy jedna otázka bude mít
více odpoveˇdí:
@Entity
@Table(name="Question")
public class Question implements Serializable {
@OneToMany(mappedBy = "question", fetch = FetchType.LAZY)
private List<Answer> answers;
}
@Entity
@Table(name="Answer")
public class Answer implements Serializable {
@ManyToOne()
@JoinColumn(name = "question_id")
private Question question;
}
Výpis 3: Mapování vztahu˚ mezi relacemi pomocí Hibernate
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Podle uvedeného prˇíkladu budou v databázi vytvorˇeny tabulky Question a Answer se
vztahem 1:N a tabulka Answer bude obsahovat cizí klícˇ question_id. Podobným zpu˚so-
bem lze vytvorˇit také vztahy M:N a 1:1.
Pro správnou funkci Hibernate je nutné, aby aplikace meˇla daný JDBC driver podle
použité databáze. V našem prˇípadeˇ jsme používali databázi PostgreSQL. Dále je potrˇeba
nastavit adresu databáze pomocí konfiguracˇního souboru ve formátu xml.
V našem projektu jsme využívali výhody snadné modifikace datového modelu, kte-
rou Hibernate nabízí. V naší aplikaci docházelo k cˇastým zmeˇnám atributu˚ a ke vzniku
nových entit, jelikož aplikace vznikala od úplných základu˚ a nové požadavky postupneˇ
prˇibývaly prˇi vývoji aplikace.
4.4 Spring Framework v naší aplikaci
Nejveˇtší cˇást naší aplikace využívá práveˇ Spring framework. Na zacˇátku˚ bych chteˇl zmí-
nit, že Spring je opravdu velmi rozsáhlý framework složený z neˇkolika cˇástí, které jsou
ješteˇ dále rozdeˇleny do modulu˚. My jsme využívali kromeˇ cˇásti Core Container (Jádro
frameworku) prˇedevším cˇást Web, která obsahuje Spring Web MVC. Spring Web MVC
je implementací konceptu Model-View-Controller (MVC) pro webové aplikace. V sou-
cˇasnosti jde o velice oblíbený koncept vývoje webových aplikací na všech platformách a
nabízí prˇehledné psaní kódu, proto jsme se ho rozhodli využít i v naší aplikaci.
Základem Spring MVC je jeden hlavní servlet s názvem DispatcherServlet, kterému
se také rˇíká Front Controller. Ten zpracovává veškeré HTTP requesty, které prˇes neˇj putují
k ostatním controlleru˚m. Model ve Springu prˇedstavuje libovolnou trˇídu, která obsahuje
data. V našem prˇípadeˇ jsme veˇtšinou využívali trˇídy ModelMap, které mu˚žeme prˇidá-
vat libovolný pocˇet atributu˚ s daty. Controller je ve springu trˇída, která je namapovaná
na urcˇitou URL a zpracovává HTTP requesty. Controller vykoná požadované akce, na-
plní data do modelu a zobrazí urcˇitý view. Typická webová aplikace obsahuje více trˇíd
Controller. View ve Spring MVC prˇedstavuje nejcˇasteˇji JSP stránku.
Naše celá webová aplikace byla založená na MVC. Snažili jsme se dodržovat kon-
venci, že controller má jméno podle entity, se kterou pracuje. Takže Controller, který zob-
razoval otázky, se jmenoval QuestionController a podobneˇ. Dále jsme se snažili dodržet
aby URL, kterou controller prˇijímal, byla složena z jeho názvu a za lomítkem byla uprˇes-
neˇna jeho akce. Takže controller, který spoušteˇl akci pro vytvorˇení nové odpoveˇdi, prˇijí-
mal URL ve tvaru "answer/create". Dále mu˚žou být soucˇástí URL také GET parametry,
které Controller prˇijimá.
Chteˇl bych zdu˚raznit, že MVC by meˇl pracovat na prezentacˇní vrstveˇ a tuhle konvenci
jsme dodržovali i u naší aplikace. Controller tedy nepracoval prˇímo z databází, ale do
modelu prˇidával pouze data, které získával od metod ze servisní trˇídy. V následujícím
prˇíkladu uvedu, jak vypadá Controller, který zajistí zobrazení urcˇité otázky:
@Controller
public class QuestionController {
@Autowired
private QuestionService questionService;
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@RequestMapping(value = "/question/{id}", method = RequestMethod.GET)
public String show(ModelMap model, @PathVariable int id) {
Question question = questionService.findById(id);
model.addAttribute("question", question);
return "question/show";
}
}
Výpis 4: Controller s metodou pro zobrazení otázky
V ukázce mu˚žeme videˇt trˇídu QuestionController, která je oznacˇena anotací "@Cont-
roller". Tento Controller obsahuje metodu show a v anotaci "@RequestMapping"má uve-
denou URL, kterou bude prˇijímat a taky parametr method, který uvádí metodu HTTP
požadavku, v našem prˇípadeˇ GET. Metoda obsahuje parametr model, který Controller
naplní daty a parametr id s anotací "@PathVariable". Anotace "@PathVariable"ve Springu
znamená, že v URL se nachází atribut, který je umísteˇn ve složených závorkách. Tím je
umožneˇno prˇedávání promeˇnných pomocí HTTP požadavku˚. V našem prˇípadeˇ prˇedá-
váme id otázky. Uživatel klikne na odkaz otázky s urcˇitým id a Controller spustí metodu
servísní trˇídy, která nacˇte požadovanou otázku. Mu˚žeme si všimnout, že nikde nevytvá-
rˇíme instanci servisní trˇídy a prˇímo s ní pracujeme. Je to kvu˚li odstraneˇní teˇsných vazeb
ve Spring, kdy se trˇída oznacˇí anotací "@Autowired"a framework podle potrˇeby vytvorˇí
instanci za nás. Poté je objekt otázky prˇedán do modelu. V našem prˇípadeˇ model prˇed-
stavuje mapu, které se prˇedá název klícˇe a prˇíslušný objekt. Podle názvu klícˇe, pak objekt
najdeme v JSP stránce. Metoda vrací rˇeteˇzec "question/show", který oznacˇuje adresu k
prˇíslušné view. Skutecˇná adresa umísteˇní JSP stránky je delší, ale DispatcherServlet k
rˇeteˇzci prˇidá nastavenou prˇedponu a prˇíponu.
Obrázek 2: Výsledná view, která zobrazí otázku
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4.5 Práce s databází
Pro prácí s databází jsme využívali JPA Repositories, které jsou soucˇástí modulu Spring
JPA, který je umísteˇn v Spring Data. JPA repositories jsou rozhraní, které poskytují CRUD
operace pro spravované entity. Ukázka JPA repository pro entitu Question v naší aplikaci:
public interface QuestionRepository extends JpaRepository<Question, Integer> {
Question findById(Integer id ) ;
List<Question> findBySolved(boolean solved);
@Query("SELECT q FROM Question AS q LEFT JOIN q.answers qa GROUP BY q
ORDER BY COUNT(qa) ASC")
public Page<Question> findAllSortedByAnswers();
}
Výpis 5: JPA repository pro entitu Question
V ukázce vidíme rozhraní QuestionRepository, které deˇdí z JpaRepository. Jako parametr
se pro JpaRepository dosadí typ Question, který prˇedstavuje entitu a Integer, který je typ
atributu klícˇe dané entity. Vytvárˇení dotazu˚ je velmi jednoduché. První metoda findById
vyjadrˇuje, že bude vytvorˇen dotaz nad databází, který vrátí otázku vyhledanou podle id.
Dále nemusíme nic víc definovat a dotaz Spring Data JPA automaticky vygeneruje. Podle
definice druhé metody findBySolved bude vytvorˇen dotaz, který vrátí otázky vyhledané
podle parametru solved. Jpa Repositories obsahují ješteˇ daleko více klícˇových slov pro
generování dotazu˚. Jejich celý seznam a použití je uveden v oficiální dokumentaci pro
Spring Data JPA. Pro používání složiteˇjších dotazu˚ je možnost vytvorˇit vlastní dotaz. U
trˇetí metody findAllSortedByAnswers je ukázáno, jak takový dotaz napsat. Nad metodou
se použije anotace "@Query"a do závorky se napíše dotaz, který je velmi podobný jazyku
SQL. Neˇkteré jednodušší metody jako save pro uložení otázky do databáze, se nemusí ani
definovat a naše repository je umí automaticky, protože je zdeˇdila z obecného rozhraní
JpaRepository.
4.6 Servisní trˇídy
V naší aplikaci jsme vytvorˇili trˇídy, které slouží pro vykonávání operací na servisní (apli-
kacˇní) vrstveˇ. Servisní trˇídy tvorˇí prostrˇedníka mezi Repositories v datové vrstveˇ a Con-
trollers v prezentacˇní vrstveˇ. Pokud bylo potrˇeba naprˇíklad uložit otázku do databáze,
tak controller zavolal metodu prˇíslušné servisní trˇídy a ta zase využila metod z reposi-
tory k poskládání výsledné operace. Servisní metody mu˚žou obsahovat množinu operací
a využívat k tomu více trˇíd, narozdíl od metody rozhraní Repository, které vykoná pouze
jednu urcˇitou CRUD operaci. Prˇíklad servisní trˇídy v naší aplikaci:
@Service
public class AnswerService {
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@Autowired
private AnswerRepository answerRepository;
@Autowired
private QuestionRepository questionRepository;
@Autowired
private PersonRepository personRepository;
@Transactional
public void save(Answer answer, Integer questionId, String login) {
Person person = personRepository.findByLogin(login);
if (person != null) {
Question question = questionRepository.findOne(questionId);
answer.setAuthor(person);
answer.setQuestion(question);
answer.setDateCreated(new Date(System.currentTimeMillis()));
answerRepository.save(answer);
}
}
}
Výpis 6: AnswerService s metodou pro uložení otázky
V ukázce vidíme trˇídu AnswerService s anotací "@Service", která ve Spring framework
znamená, že se jedná o komponentu servisní vrstvy. Metoda save slouží k uložení odpo-
veˇdi. Servisní metoda odpoveˇdi nastaví autora, otázku na kterou se odpovídá a datum
vytvorˇení. Anotace "@Transactional"nad metodou zajistí, že budou všechny operace pro-
vedeny v jedné transakci. Pokud chceme, aby všechny metody servisní trˇídy byly vyko-
nány jako transakce, tak zapíšeme anotaci "@Transactional"nad trˇídou.
4.7 Tvorba šablony webové aplikace
Prˇi volbeˇ vzhledu aplikace jsme zvažovali neˇkolik možností. Jedna z nich byla stáhnout
hotovou šablonu, ale bylo teˇžké najít takovou, která by byla zdarma a prˇesneˇ odpoví-
dala naším potrˇebám. Další možností bylo vytvorˇit novou šablonu od základu˚, ale tahle
možnost by zabrala prˇíliš moc cˇasu a navíc nikdo z nás nebyl nadaný webový designer.
Nakonec jsme využili nástroje Twitter Bootstrap, který nabízí mnoho interaktivních ele-
mentu˚ vytvorˇených pomocí HTML, CSS a Javascriptu. Tyto elementy lze velmi snadno
vložit do jakékoliv webové aplikace. Stacˇí pouze stahnout potrˇebné soubory (CSS a Ja-
vascript), které se naimportují do stránky. Pu˚vodním HTML elementu˚m, které chceme
nahradit, obvykle stacˇí pouze nastavit požadovaná CSS trˇída. Pomocí CSS je možnost
také elementy dále upravovat podle vlastní potrˇeby. Tímto zpu˚sobem se dá jednoduše
vytvorˇit velmi efektivní vzhled stránek s responzivním designem.
Dále jsme využili framework Apache tiles, který nám umožnil rozdeˇlit stránku do
neˇkolika cˇástí a tím vytvorˇit výslednou šablonu stránky.
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4.8 Javascriptové komponenty
V naší aplikaci jsme využívali neˇkolik Javascriptových nebo Jquery komponent podle
potrˇeby. Veˇtšinou bylo výhodneˇjší stáhnout hotovou komponentu, která byla zdarma.
Vývoj vlasních komponent by zabral spoustu cˇasu a výsledek by pravdeˇpodobneˇ nebyl
ani tak kvalitní. Jako jednu ze zásadních bych zmínil CKEditor. Jde o opensource WY-
SIWYG textový editor, který jsme v naší aplikaci využili pro vkládání popisu otázek a
odpoveˇdí. Uživatel tím získal možnost naformátovat vložený text podobneˇ jako trˇeba u
aplikace word.
Obrázek 3: Ukázka použití CKEditor
4.9 Nasazení aplikace
V pru˚beˇhu praxe jsme dostali možnost provést nasazení naší aplikace na server. Do té
doby jsme aplikaci zkoušeli pouze na vlastních pocˇítacˇích. Získali jsme prˇihlašovací údaje
k serveru, kde byl nainstalován systém Linux Ubuntu. Pro prˇipojení jsme využívali SSH
protokol. Na server jsme nainstalovali databázi PostgreSQL a webový server Apache
Tomcat, který spoušteˇl samotnou aplikaci.
4.10 Shrnutí vývoje aplikace
Aplikaci TietoAsk jsme veˇnovali neprˇetržiteˇ prvních 25 dní naší praxe. V dobeˇ psaní této
práce už byla veˇtšina funkcí dokoncˇená a probíhaly pouze úpravy detailu˚. Paralelneˇ s vý-
vojem aplikace TietoAsk se naskytla možnost pracovat na další aplikaci Czech Academy,
které jsme veˇnovali v další cˇásti praxe už veˇtšinu cˇasu.
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5 Vývoj Czech Academy
Obrázek 4: Ukázka systému Czech Academy
K vývoji Czech Academy jsme využívali podobných technik jako u prˇedchozího Tieto
Ask. Proto už nebudu podrobneˇ popisovat práci na jednotlivých cˇástech jako u prˇedchozí
kapitoly, ale pokusím se pouze popsat neˇkteré odlišnosti.
Prˇedchozí systém Tieto Ask nemeˇl žádného zákazníka, který by na neˇj meˇl prˇesné
požadavky. Vznikal jako zcela nová služba, která by mohla obohatit firmu, proto jsme
meˇli daleko volneˇjší prostor pro jeho vývoj. Zatímco Czech Academy jsme vyvíjeli podle
požadavku˚ zákazníka, kterým byli zameˇstnanci z personálního oddeˇlení.
Vývoj provázely pravidelné schu˚zky, kde jsme se jednou za trˇi týdny sešli se zákazní-
kem. Zde nám byly vysveˇtlovány požadované funkce systému. Na každé schu˚zce se pak
vytvorˇil seznam úkolu˚, které musely být v daném termínu splneˇny. Také jsme prˇedvá-
deˇli již dokoncˇenou funkcˇní cˇást systému a tím získávali zpeˇtnou vazbu pro další vývoj.
Ke správeˇ úkolu˚ jsme využívali plánovacího nástroje JIRA, do kterého je možné vkládat
úkoly s možností nastavení kategorie, priority a dalších du˚ležitých parametru˚. U práveˇ
zpracovávaných úkolu˚ se v tomto nástroji nastavil stav "In progress", naopak dokoncˇe-
ným úkolu˚m se nastavil stav "close". Tímto zpu˚sobem jsme získali prˇehled nad pru˚beˇhem
vývoje systému.
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5.1 Funkcionalita systému
Jak již bylo zmíneˇno, systém meˇl nahradit starší již používaný, proto u tvorby funkcio-
nality nám pomohly také zdrojové kódy starší aplikace, ke kterým jsme získali prˇístup.
Ovšem zásadní pro nás byly schu˚zky se zákazníkem, jelikož neˇkteré funkce v starším
systému se neosveˇdcˇily a byl požadavek na jejich vylepšení nebo úplné zrušení. Základní
požadovaná funkcionalita:
• Autentizace uživatelu˚ pomocí firemního LDAP nebo z databáze
• Role v systému Admin, uživatel a lektor
• Uživateli se zobrazují tréninky a má možnost prˇihlášení na volný termín
• Lektor zakládá tréninky, nastavuje jejich termíny a posílá pozvánky
• Admin nastavuje role uživatelu˚ a schvaluje noveˇ založené tréninky
• Kalendárˇ s prˇehledem probíhajících tréninku˚ a možností prˇihlášení
• Hromadné posílání pozvánek a notifikací pomocí mailu
• Vyhledávání tréninku˚ podle jména, lektora a kompetencí
5.2 Shrnutí vývoje aplikace
Prˇi vývoji jsme pracovali se stejnými nástroji jako u prˇedchozího systému, takže zákla-
dem byl opeˇt Spring framework, Hibernate, Maven a další. Velkou výhodou tedy bylo,
že jsme mohli cˇerpat již nabyté znalosti.Už jsme neztráceli tolik cˇasu seznamováním se s
novými nástroji, ale více se veˇnovali tvorbeˇ samotné funkcionality. Vývoj systému nám
zabral veˇtšinu cˇasu druhé poloviny praxe, což bylo asi 30 dní. V dobeˇ psaní této práce
nebyl ješteˇ systém dokoncˇen. Meˇli jsme vytvorˇenou funkcˇní aplikaci, kde byla vyrˇešena
základní funkcionalita. Ovšem stále prˇibývaly nové požadavky a systém se dále rozširˇo-
val. Už na zacˇátku vývoje se pocˇítalo s veˇtší cˇasovou nárocˇností a bylo pravdeˇpodobné,
že kompletní systém nedokoncˇíme. Proto byl kladen du˚raz na prˇehlednost zdrojového
kódu, aby na rozšírˇení aplikace mohli pracovat další vývojárˇi po nás.
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6 Použité technologie a nástroje
6.1 Java
Java je multiplatformní, objektoveˇ orientovaný programovací jazyk se silneˇ typovou kon-
trolou. Byl vyvinut spolecˇností Sun Microsystems v roce 1995. V roce 2009 byla spolecˇ-
nost Sun Microsystems odkoupena spolecˇností Oracle. Java používá jednoduchou syn-
taxi, která vychází z jazyka C/C++. Jedná se o takzvaný interpretovaný jazyk, který je
prˇevádeˇn do mezikódu (byte code). Tím je formát nezávislý na architekturˇe pocˇítacˇe a
mu˚že pracovat na libovolném zarˇízení, které má k dispozici virtuální stroj Javy (Java
Virtual Machine).
6.2 Spring Framework
Spring je open source framework pro vývoj aplikací na platformeˇ Java. Hlavním du˚vo-
dem vzniku frameworku bylo usnadneˇní vývoje J2EE aplikací. První verze byla zverˇej-
neˇna v brˇeznu 2014. Jde o modulární framework a umožnˇuje nacˇíst jen cˇást, která se nám
v projektu hodí. Využívá návrhového vzoru Inversion of Control k odstraneˇní teˇsných
programových vazeb jednotlivých POJO objektu˚. Tento návrhový vzor je jádrem Spring
Frameworku a funguje na principu prˇesunutí zodpoveˇdnosti za vytvorˇení a provázání
objektu˚ z aplikace na framework. K získání objektu˚ framework využívá vsazování zá-
vislostí (Dependency Injection). Dependency Injection je specialní prˇípad Inversion of
Control a rˇeší zpu˚sob vložení objektu˚. Objekty jsou veˇtšinou vytvorˇeny na základeˇ kon-
figuracˇního souboru v XML, který obsahuje jejich definice.
6.3 Hibernate
Hibernate je framework vytvorˇený v jazyce Java urcˇený pro objektoveˇ-relacˇní mapování.
Umožnˇuje zachovat stavy objektu˚ mezi dveˇma spušteˇnými aplikacemi, tedy udržuje data
persistentní. Využívá k tomu ORM, které mapuje Java objekty na entity relacˇní databáze.
Jedna z možností použití Hibernate je pomocí mapovacího souboru, což je XML soubor,
který popisuje jak objekty namapovat. Druhá možnost je využití anotací v Java souborech
nad prˇíslušnými atributy a trˇídami, které se mají mapovat.Hlavní výhodou Hibernate je
odstíneˇní od specifik jednotlivých databází.
6.4 MVC
Model-View-Controller je koncept, který rozdeˇluje prezentacˇní vrstvu aplikací do trˇí ne-
závislých komponent. Patrˇí mezi neˇ Model, View a Controller. Model specifikuje repre-
zentaci informací, s kterými aplikace pracuje. View prˇevádí data do podoby vhodné k
prezentaci uživateli. Controller zpracovává události nejcˇasteˇji pocházející od uživatele a
zajišt’uje zmeˇny v modelu a ve view.
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6.5 Bootstrap
Twitter Bootstrap je volneˇ dostupný soubor nástroju˚ pro vytvárˇení uživatelského roz-
hraní webových aplikací. Nabízí mnoho prvku˚, které využívají technologie HTML, CSS,
Javascript a snadno se dají implementovat do vlastní stránky.
6.6 Javascript / Jquery
Javascript je dynamický objektoveˇ orientovaný programovací jazyk. Nejcˇasteˇji se používá
u webových aplikací k implementaci skriptu˚ na straneˇ klienta. Využívá syntaxe, která
vychází z C/C++. Jquery je Javascriptová knihovna, která zjednodušuje skriptování na
straneˇ klienta. V soucˇasnosti jde o nejpoužívaneˇjší knihovnu Javascriptu.
6.7 Git
Jde o distribuovaný systém správy verzí. Vytvorˇil ho Linus Torvalds v roce 2005 pu˚vodneˇ
pro vývoj jádra Linux. Git je free software, který v soucˇasnosti vyvíjí Junio Hamano. Git
poskytuje uživateli lokální kopii historie vývoje, která se pak kopíruje na další uložište.
6.8 PostgreSQL
PostgreSQL je objektoveˇ-relacˇní databázový systém vydávaný pod licencí MIT. Jedná se
o plnohodnotný relacˇní databázový systém vyvíjený jako open source, který obsahuje
veˇtšinu SQL92 a SQL99 datových typu˚. Splnˇuje podmínky ACID, podporuje cizí klícˇe,
JOIN operace, pohledy a jak spoušteˇné, tak uložené procedury.
6.9 Apache Tomcat
Apache Tomcat je open source webový server vyvíjený spolecˇností Apache Software
Foundation. Tomcat implementuje neˇkolik Java EE implementací jako jsou Java Servlet,
JavaServer Pages, Java EL, WebSocket a poskytuje webové prostrˇedí pro spoušteˇní Java
aplikací. Hlavní komponenty, které tvorˇí Tomcat, jsou Catalina (Servlet container), Coy-
ote (HTTP connector) a Jasper (JSP engine).
6.10 Apache Maven
Maven je nástroj pro usnadneˇní práce prˇi buildování aplikací napsaných prˇevážneˇ v ja-
zyce Java. Maven je postaven na modulární architekturˇe a obstarává dodání a spoušteˇní
jednotlivých pluginu˚, které jsou nakonfigurovány v souboru pom.xml. Všechny nakon-
figurované pluginy a knihovny jsou automaticky staženy z internetového repozitárˇe do
lokálního repozitárˇe v pocˇítacˇi a prˇipojeny k projektu.
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7 Záveˇr
7.1 Uplatneˇné a scházející znalosti získané beˇhem studia
Prˇi vykonávání odborné praxe jsem využil hlavneˇ znalosti objektoveˇ orientovaného pro-
gramování v Javeˇ, které jsem získal v prˇedmeˇtu Programovací jazyky I. Dále byly uži-
tecˇné znalosti databází z prˇedmeˇtu˚ Databázové a informacˇní systémy a Úvod do databá-
zových systému˚. Pro obecné znalosti s vývojem informacˇních systému byl velmi užitecˇný
prˇedmeˇt Vývoj informacˇních systému˚, prˇedevším jsem využil veˇdomosti pro rozdeˇlení
systému do trˇívrstvé architektury.
Scházely mi znalosti Spring framework, Hibernate a Maven. Tyto technologie, ale
využívají Javy a XML, které mi byly známé, takže nebylo obtížné se je postupneˇ doucˇit.
Dále jsem nemeˇl zkušenosti s verzovacími nástroji pro sdílení kódu, v mém prˇípadeˇ to
byl Git.
7.2 Zhodnocení dosažených výsledku˚
Praxi hodnotím jako pozitivní zkušenost a bylo pro meˇ velkým prˇínosem vyzkoušet si
práci ve firemním prostrˇedí. Ve spolecˇnosti Tieto se nejcˇasteˇji pracuje na rozsáhlých ko-
mercˇních projektech s velkým pocˇtem lidí v týmu. Já jsem byl spíše výjimkou a po celou
dobu praxe jsem pracoval na menších projektech pouze ve dvojici s jiným studentem, za
obcˇasné odborné pomoci konzultanta. Hlavní výhodou v mém pracovním zarˇazení bylo,
že jsem si vyzkoušel celý proces vývoje informacˇního systému. Novácˇci ve velkých tý-
mech si veˇtšinou vyzkouší práci pouze na jedné cˇásti systému, nejcˇasteˇji na prezentacˇní
vrstveˇ. Zatímco já jsem spolu s mým kolegou meˇl možnost vytvorˇit kompletní informacˇní
systém od úplného základu. Tím jsem získal zkušenosti jak s návrhem informacˇního sys-
tému, tak s jeho implementací na všech vrstvách trˇívrstvé architektury. Naucˇil jsem se
jak správneˇ spolupracovat s ostatními kolegy, abychom dosáhli efektivního rˇešení úkolu˚
a využívat ke sdílení zdrojového kódu verzovací nástroj Git. Vyzkoušel jsem si jak pro-
bíhá komunikace se zákazníkem prˇi vývoji informacˇního systému. Další velkou výhodou
bylo získání zkušeností s moderními technologiemi jako je naprˇíklad Spring framework,
který v soucˇasnosti patrˇí mezi nejpoužívaneˇjší frameworky pro tvorbu webových apli-
kací na Java platformeˇ.
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