Abstract-Delay testing is performed to guarantee that a manufactured chip is free of delay defects and meets its performance specification. However, only few delay faults are robustly testable. For robustly untestable faults, non-robust tests which are of lesser quality are typically generated. Due to significantly relaxed conditions, there is a large quality gap between non-robust and robust tests. This paper presents a test generation procedure for As-Robust-As-Possible (ARAP) tests to increase the overall quality of the test set. Instead of generating a non-robust test for a robustly untestable fault, an ARAP test is generated which maximizes the number of satisfiable conditions required for robust test generation by pseudo-Boolean optimization. Additionally, the problem formulation is extended to incorporate the increased significance of small delay defects. By this, the likeliness that small delay defects invalidate the test is reduced. Experimental results on large industrial circuits confirm the quality gap and show that the generated ARAP tests satisfy a large percentage of all robustness conditions on average which signifies a very high quality.
I. INTRODUCTION
The significance of delay defects increases with the shrinking features sizes of today's designs. Therefore, delay testing is a major issue in the post-production test to filter out defective devices. Delay tests are widely used to check whether a manufactured chip is free of delay faults and meets its performance specification. The most accurate delay fault model is the Path Delay Fault Model (PDFM) [1] , [2] . The PDFM captures small as well as large delay defects along one path in the circuit. However, the PDFM suffers from the large number of paths in a circuit. For that reason, typically only tests for critical paths are generated to ensure the correct timing behavior. Additionally, tests for the PDFM are used for diagnostic reasons. Here, high-quality tests are required.
Delay tests can be of different quality [2] , [3] . These tests can be roughly classified into two categories. Robust tests guarantee the detection of the fault independently from the presence of other delay faults in the circuit. On the other hand, non-robust tests guarantee the detection of the fault only if no other delay fault is present in the circuit. Non-robust and robust tests differ in the sensitization conditions on the side inputs of the path under test. Robust test generation requires stringent conditions on the side inputs of the path. Static values on certain signals are required in order to guarantee the absence 978-3-9810801-7-9/DATE11 c 2011 EDAA of activity which might invalidate the test. Nowadays, the quality of tests is of high concern in the industry. Obviously, robust tests are more desirable to obtain. However, only a small percentage of all paths can be tested robustly [4] due to the stringent conditions. For robustly untestable faults, nonrobust tests are typically generated. These tests can generally be invalidated by other delay faults at the side inputs of the path under test.
Several approaches were developed in order to increase the quality of tests for robustly untestable paths. The approach in [5] orders all signals which require static values for a robust test in a static manner taking timing information into account. Then, static values are assigned successively to those signals if possible. However, the result is significantly influenced by the static order since no backtracking is performed. As a result, the solution with highest quality might be missed. The work presented in [6] describes a test generation approach which targets untestable critical paths by robustly testing their longest segment only. In [7] , the As-Late-As-Possible Transition Fault (ALAPTF) model is proposed. In order to accumulate small delay defects, the transition is launched as late as possible via the longest robust segment. The computational effort using this method is very high.
In this paper, As-Robust-As-Possible (ARAP) test generation is proposed. If a Path Delay Fault (PDF) is robustly untestable, a test is generated with the maximal number of static side inputs possible instead of a non-robust test. As a result, the test is guaranteed to be as robust as possible and provides increased quality. To achieve this, the problem is formulated as a Pseudo-Boolean Optimization (PBO) problem which can be solved by a pseudo-Boolean SAT solver, e.g. [8] - [11] . In contrast to a static order (as used in [5] for a different aim), the PBO solver works in a dynamical manner and performs backtracking automatically to avoid local maximums in an efficient way.
Pseudo-Boolean SAT solvers benefit significantly from the recent advances in SAT solving techniques [12] and have already shown their feasibility in other domains like for instance the maximum circuit activity estimation [13] , [14] . Another optimization problem is the test generation with maximal crosstalk-induced delay. In [15] , this problem is targeted with an Integer Linear Programming (ILP) formulation which is generally similar to the PBO problem formulation. In [16] , the problem of critical path selection considering coupling noise was formulated as a weighted partial Max-SAT problem. Here, the formulation distinguishes between hard and relaxable constraints.
A further issue in the field of delay testing is the increased distribution of Small Delay Defects (SDDs) caused by the shrinking manufacturing technologies. SDDs are distributed delay defects which are not able to cause a delay defect by its own, but only if accumulated. Delay defects caused by SDDs are more likely to manifest on long paths [17] , [18] . Due to the flexibility of the proposed PBO formulation, it is easily possible to incorporate additional information into the PBO problem which decreases the likeliness that the test is invalidated by distributed delay defects. This is done by prioritizing static values on side inputs with fanin cones with large depth containing long paths.
The proposed approach for ARAP test generation was experimentally evaluated on large industrial circuits with up to 3.3 million elements. The results show that ARAP tests typically contain a high percentage of static side inputs resulting in a very high test quality compared to conventional non-robust tests.
The remainder of the paper is structured as follows. Section II presents the preliminaries of this work. ARAP tests are introduced in Section III. Section IV presents the proposed test generation methodology for generating ARAP tests using PBO. Section V shows the extension of the PBO formulation in order to decrease the likeliness that the test is invalidated by SDDs and Section VI provides experimental results on large industrial circuits. Finally, conclusions are drawn in Section VII.
II. PRELIMINARIES
This section presents the preliminaries of this work. Section II-A describes the different sensitization criteria for PDFs. Section II-B introduces basic information about PBO and its application to circuit-oriented problems, and Section II-C provides the necessary information about robust test generation using Boolean Satisfiability (SAT).
A. Sensitization Criteria
A Path Delay Fault (PDF) models a distributed delay on a structural path P from an input to an output of a circuit. A structural path P is defined as the sequence of gates g 1 , . . . , g o , where g 1 is an input and g o is an output. The path P must be complete. That means, each gate g i on P with 0 < i < k must be an input of g i+1 . If a gate g i is located on path P, it is denoted by g i ∈ P. According to the direction of the transition at the beginning of path P, there is rising PDF as well as a falling PDF for each structural path.
A test for a PDF has to consider two time frames t 1 , t 2 . In order to generate a test for a PDF on path P, the desired transition has to be launched at the input and P has to be sensitized to propagate the transition. For this, the side inputs of P have to be constrained to specific values according to the desired sensitization criterion. A side input of P is an input of gate g i ∈ P with 1 < i ≤ o which is not on P. The set of side inputs of P is denoted by S P . The sensitization criteria is responsible for the test quality. Table I shows the criteria for non-robust as well as robust sensitization. For a non-robust test, it is sufficient that all side inputs of P have to assume the non-controlling value of the gate in t 2 only (denoted by X0/X1). In order to avoid that other delay faults mask the fault on P, static values have to be guaranteed for a robust test if the transition goes from a noncontrolling value to a controlling value (denoted by S0/S1). The set of side inputs on which a static value is required is denoted by S P s in the following. A robust test is only possible when all side inputs s ∈ S P s are able to assume a static value.
B. Pseudo-Boolean Optimization
The Pseudo Boolean Optimization (PBO) problem consists of a pseudo-Boolean formula Ψ and an objective function F. A pseudo-Boolean formula is a conjunction of pseudo-Boolean constraints. A pseudo-Boolean constraint ψ over Boolean variables x 0 , . . . , x n−1 is an inequality of the form:
where c 0 , . . . , c n ∈ Z andẋ i ∈ {0, 1} (corresponding to the assignment of x i ). A pseudo-Boolean constraint ψ is satisfied if and only if the sum of the coefficients c i with 0 ≤ i < n for which the associated variable x i is activated, that is x i = 1, is greater or equal than c n . A pseudo-Boolean formula Ψ is satisfied if and only if each constraint ψ ∈ Ψ is satisfied.
The formula F is to minimize a given objective function of the form:
where m 0 , . . . , m n−1 ∈ Z. Therefore, the PBO problem is to determine the solution which satisfies Ψ (also known as the Pseudo-Boolean Satisfiability (PB-SAT) problem) and, at the same time, minimizes the given objective function F. The solving process of a PBO solver can be regarded as an iterative application of a PB-SAT solver. At first, an initial solution is calculated and improved in the following search process until no further solution is possible. Due to the desired optimization, the search space which has to be explored is huge. However, PBO solvers use efficient conflictbased learning techniques during the search. As a result, the search space can typically be traversed very quickly, since a large part can be pruned by learned information.
The application of PB-SAT is related to the application of SAT. In order to transform a circuit-oriented problem into a PBO problem, the circuit has to be modeled in PB constraints. Each signal s j in a circuit is assigned a Boolean variable x j . Similar to the transformation into a SAT problem [19] , the functionality of each gate g can be represented by a set of constraints ψ g . In fact, each SAT constraint, i.e. a CNF clause, can be easily converted into a PB constraint. Table II shows the representation of an AND gate in PB constraints as well 
as in CNF. Note that a negative literal x i is represented by the term (1 − x i ). The PB representation Ψ C for circuit C with gates g 1 , . . . , g k is given by the following formula:
After the problem has been formulated as a PB-SAT instance Ψ and an objective function F has been created, the PBO problem is solved by a dedicated PBO solver. However, there are two different types of solvers. Solvers like Pueblo [10] directly supports PB constraints, while solvers like MiniSat+ [9] translate the PB-SAT problem into a SAT instance and apply conventional SAT algorithms to find a solution. Obviously, the latter type of solvers are particularly suited for problems, which are modeled with many clauses and a few pseudo-Boolean constraints [20] .
C. SAT-based ATPG for Robust Tests
The proposed PB-SAT formulation is based on the SAT formulation for robust PDF test generation. Therefore, the SAT formulation is briefly introduced in the following. The advantage of SAT-based ATPG algorithms is the high robustness of modern SAT solvers, which make the application particularly suitable for hard problems such as robust test generation. SAT-based test generation for robust tests was first introduced in [21] for combinational circuits. The approach MONSOON [22] presented a SAT formulation for sequential circuits considering tri-state elements and unknown values and shows the efficient application in industrial practice. In order to apply a SAT solver to a circuit-oriented problem, the problem has to be converted into a Boolean formula in Conjunctive Normal Form (CNF).
As described above, robust tests require the modeling of static values which cannot directly be represented by Boolean logic. Therefore, both approaches use a multiple-valued logic L to represent the sequential behavior of the circuit guaranteeing static values. In order to apply a Boolean SAT solver, a Boolean encoding is used. Here, several Boolean variables are used to represent one value of L. Assume that a set of Boolean variables X is used to represent all values of L. 1 The Boolean encoding is chosen such that one variable x S ∈ X determines whether the signal is guaranteed to be static or not.
Example 1: Assume that a signal x is represented by three Boolean variable x 1 , x 2 , x S . The variable x 1 denotes the value of x in the initial time frame t 1 and x 2 denotes the value of x in the final time frame t 2 . Additionally, x S determines whether x is guaranteed to be static or not. If x 1 = x 2 , a transition occurs and x S = 0 holds. If x 1 = x 2 , then x S = 1 determines that x is guaranteed to be static. This is ensured by additional constraints as described in [22] .
III. AS-ROBUST-AS-POSSIBLE TESTS
The quality of a delay test for path P is determined by the sensitization criterion applied to the side inputs of P. However, in order to generate a robust test, the stringent conditions on the side inputs must hold for each gate g ∈ P. Crucial is that all side inputs s ∈ S P S have to assume a static value in order to avoid that a test is invalidated by another delay fault. If at least one side input is not able to assume the required value, a robust test is not possible anymore. Then, a non-robust test has to be generated.
Typically, robust test generation fails because a subset of the side inputs (and not all) cannot be set to static values at the same time. For a non-robust test, the conditions on the side inputs are significantly relaxed for all side inputs on P. Here, none of the side inputs of P requires a static value. As a result, an invalidation of the test is possible at any side input s ∈ S P S . Therefore, there is a large quality gap between non-robust and robust tests.
Instead of a non-robust test, we propose to generate an AsRobust-As-Possible (ARAP) test for a robustly untestable fault. In contrast to a non-robust test, the number of side inputs s ∈ S P S which can be set to a static value is maximized. By this, the quality of the test is increased, since each side input set to a static value cannot be invalidated by other delay faults anymore.
Example 2: Figure 1 shows a small example circuit (including one flipflop FF) with tests for a PDF with falling transition on path a − d − g − j − m. This PDF is robustly untestable due to the sequential behavior. A non-robust test requires that the side inputs of the gates d, g, m are set to the non-controlling value of the gate in t 2 , i.e. line b and g are set to X1, while line l assumes the value X0. This is shown in Figure 1(a) .
Although the PDF is robustly untestable, some of the inputs can be set to a static value. Figure 1(b) shows an ARAP test in which the number of static side inputs is maximized. Here, two of all three side inputs, i.e. b and c, are set to a static value and prevent that other delay faults invalidate the test at the corresponding gates. A static value at side input l is not possible, because of the assignment of side input b and the sequential behavior (flipflop e).
IV. TEST GENERATION FOR ARAP TESTS
The following procedure is proposed to efficiently generate ARAP tests. In order to generate an ARAP test with a maximized number of static side inputs, we formulate the problem as a Pseudo-Boolean Optimization (PBO) problem and solve it by a dedicated PBO solver. For a circuit C and a PDF F on path P, the problem is formulated as follows: First, the circuit C is transformed into PB constraints Ψ C as described in Section II. Here, a circuit representation is used which is able to model static values (see Section II-C). Then, Ψ C is extended with PB constraints Ψ NR for non-robust sensitization along the side inputs S P . This results in a PB-SAT instance Ψ Finally, the resulting PBO problem, i.e. the PB-SAT instance Ψ F C and the objective function F, is given to a PBO solver in order to calculate a solution. The solution directly provides the test with the maximum number of static side inputs. That is, if the test is robustly testable, a robust test is generated. Otherwise, an ARAP test is generated or the fault is proven untestable. Both test problems are integrated into one problem instance and the generated test is automatically of highest quality possible.
The following example demonstrates the procedure. Example 3: Again, consider the circuit C shown in Figure 1 and the given falling PDF on path a − d − g − j − m. Each signal line x in C is represented by three Boolean variables x 1 , x 2 and x S . Here, x 1 (x 2 ) represents the value of x in the initial (final) time frame. The variable x S determines whether the value at x is guaranteed to be static. In order to generate an ARAP test, the circuit is transformed into PB constraints gate by gate:
Note that state-of-the-art PBO solver try to minimize F . Therefore, the negative constant is necessary to maximize the number of static side inputs.
The constraints for generating a non-robust test are added (b=X1,c=X1,l=X0):
Finally, the objective function is formulated:
A solution for Ψ C · Ψ NR with respect to F determined by a PBO solver provides the ARAP test with maximized number of static side inputs: Test = {a = 10, b = S1, c = S1, e = X1} V. CONSIDERING THE PRESENCE OF SMALL DELAY DEFECTS The distribution of Small Delay Defects (SDDs) has significantly increased in the last years due to the shrinking feature sizes. The growing distribution of SDDs results in an increased likeliness of delay defects on long paths [7] , [23] due to their possible accumulation. The test generation procedure described in the previous section considers all side inputs in the same manner. No side input is prioritized. However, this is not optimal if SDDs are considered. This section shows how the presence of SDDs can be incorporated into the proposed test generation procedure. Note that the aim of the proposed method is not to detect SDDs but to avoid that tests are invalidated by SDDs.
Crucial in this incorporation is the consideration of path lengths. When the maximum number of static side inputs is the only objective of the generation of ARAP tests, some longer paths ending at side inputs can be ignored in favor of short paths ending at side inputs. Since shorter paths are typically easier to justify than longer paths, the test generation procedure is more likely to set static values on side inputs with short paths than on side inputs with long paths. However, the likeliness that a test is invalidated by a delay defect caused by SDDs is higher if a longer path ends at a side input. Therefore, side inputs with longer paths should be prioritized. Consequently, it is desired that static values should be set to side inputs with longer paths.
Example 4: Figure 2 gives the example circuit which is also shown in Figure 1 and used in Example 2. A test is shown which also sets a static value to two of the three side inputs. However, this test avoids its possible invalidation at the side input l which is set to a static value. In the presence of SDDs, this test is to be preferred since the side input with longer paths is covered by a static value. The test of Example 2 sets the same number of static side inputs. However, primary inputs are chosen only. The likeliness that SDDs cause delay defects on inputs is very low due to the short path length. Unfortunately, test generation algorithms are more likely to generate tests with static values on side inputs with short paths since their justification is typically easier.
In order to prioritize side inputs with longer paths, the PBO formulation is modified. The PBO instance Ψ F C for fault F in C is built in the same way as described in Section IV. However, the objective function F is formulated differently, since F is responsible for the maximization criterion. In the procedure described above, the constant (−1) used for each variable in F was responsible for the equal treatment of each side input. This constant is substituted by a value indicating the likeliness of the invalidation by SDDs. In this paper, the length of the longest path ending at side input s ∈ S P S was chosen as an indicator. A static value on a long paths avoid that the test can be invalidated via this path. The length is denoted by c x for signal x in the following. The objective function is therefore formulated as follows.
By this, longer paths are prioritized since static values at the end of longer paths cause a higher maximum value in F. If the PBO solver has to decide between two side inputs which cannot be set to static values at the same time, the one with the higher constant is chosen. The altered formulation of F is shown in the following example.
Example 5: In Figure 2 , the length of the longest path (under the unit delay model) for side input b and c is 1. Both side inputs are primary inputs. The length of side input l is 6 (path e − f − h − i − k − l). Therefore, F is formulated as follows:
Note that this is a heuristic measurement. Incorporating information about the path length leads to the possibility that a test is found which does not have the maximum number of static side inputs possible. However, experiments confirmed that the decrease in the number of static side inputs is negligible.
An advantage of using a PBO formulation is the flexibility of the objective function. Due to the objective function, the side inputs are dynamically ordered. In this paper, we used the path length as indicator for demonstrating the efficiency and feasibility of the technique. This value can easily be replaced by more technology-dependent parameters or Standard Delay Format (SDF) information, respectively. Additionally, it is easily possible to extend the formulation to generate highquality non-robust tests [5] . Here, the side inputs are statically ordered according to the difference between the arrival time of the on input of the path under test and the earliest arrival time of the side input.
VI. EXPERIMENTAL RESULTS
This section provides experimental results of the proposed approach. The experiments were conducted on ITC'99 benchmark circuits as well as on large industrial circuits provided by NXP Semiconductors. The PBO solver used was clasp [11] . This solver support both PB constraints as well as CNF constraints.
3 Therefore, clasp is also used as a SAT solver for comparison. Table III shows the detailed results of the test generation which was performed using the launch-on-capture scheme. Column Circ. gives the name of the circuit. The name of the industrial circuits roughly denotes the size, i.e. p3327k contains over 3.3 million elements. For each circuit, 40000 long critical paths with a path length of over 50 elements were extracted (if exists). The total number of extracted paths is given in column #Paths. The number of non-robustly testable PDFs is presented in column #NR. Column %Rob. presents the percentage of robustly testable PDFs among the non-robustly testable PDFs.
Three different approaches were evaluated. The run time of these approaches is given in column Run Time in CPU seconds. Column CNF gives the run time of CNF-based test generation for generating robust as well as non-robust tests. However, no ARAP test is generated. Column ARAP gives the run time for the proposed ARAP test generation (including robust tests). The run time overhead for generating ARAP tests is in most cases only about 2X and ranges between 1.1X (b15) and 2.3X (b21) for the benchmark circuits and between 1.7X (p3327k) and 2.8X (p1330k) for the industrial circuits. In contrast, the quality of the tests significantly increases. Column %ARAP reports the percentage of generated ARAP tests. In fact, each of the robustly untestable faults could be tested by an ARAP test since at least one input could be set to a static value. The average percentage of side inputs which could be set to a static value is given in column %St Inp. The results show that the average percentage is very high ranging between 74%-92%. Most of the side inputs can be set to static value. This confirms the large quality gap between non-robust and robust tests. The minimum percentage of static side inputs is also given in column %Min Inp.
The run time for ARAP test generation considering SDDs is presented in column SDD. Here, the run time overhead is higher compared to ARAP test generation. The overhead ranges between 1.1X (b15) and 3.6X (b21) for the benchmark circuits and between 2.3X (p57k) and 6.9X (p1330k). This is due to the fact, that more solutions have to be considered because of the incorporation of different factors for each side input. In order to measure the quality improvement of this method, all side inputs set to a static value are considered in each test and the average path length of longest paths ending at these side inputs is calculated. On these paths, accumulated SDDs are not able to invalidate the test. The improvement of the average path length is presented in column Av.Imp. The results show that the average path length with static values is increased on average by up to 12%. Column Max.Imp. gives the highest improvement which could be achieved for one test. The highest factor of improvement can be obtained for p80k with an increase of 887% for one test.
In summary, the experiments confirm the large quality gap between non-robust and robust tests which can be significantly diminished by the proposed ARAP test generation. The results show that the generation of ARAP tests causes moderate run time overhead compared to non-robust/robust test generation. However, it is also shown that ARAP increases the quality of the generated tests significantly since ARAP tests contain a very high average number of static inputs. The extended formulation considering the presence of SDDs is able to increase the average path length of side inputs with static values. This decreases the likeliness that the test is invalidated by delay defects caused by SDDs.
VII. CONCLUSIONS
The quality of a delay test is determined by the sensitization criterion applied to the side inputs of the path. Since the same sensitization criterion is applied to each gate, there is a large quality gap between non-robust and robust tests. In the paper, we have proposed the generation of As-Robust-AsPossible (ARAP) tests in order to diminish the quality gap between non-robust and robust tests. An ARAP test is a test which satisfies the maximum number of conditions needed for a robust test. As a result, a robust test is generated if all robustness conditions can be met or a high-quality non-robust test. The problem is formulated as a Pseudo-Boolean Optimization (PBO) problem and solved by a dedicated PBO solver. By this, the test of highest quality possible is automatically generated with one single problem instance.
Additionally, the presence of Small Delay Defects (SDDs) can be easily incorporated due to the flexibility of the problem formulation. The problem formulation is modified to prioritize static values on long paths to avoid that SDDs are able to invalidate the test. Experimental results on large industrial circuits show the efficiency and feasibility of the proposed approach. Future work is the application of this technique to transition fault test generation and the evaluation of the impact on the test set size and switching activity.
