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ABSTRAKT
Diplomová práce se zabývá návrhem Java aplikace vzdáleného ovládání počítače
prostřednictvím mobilního telefonu. Aplikaci tvoří celky klient a server, které spolu
vzájemně komunikují přes Bluetooth rozhraní. Klient představuje mobilní aplikaci
(MIDlet) a zasílá příkazy serveru. Server, spustitelný na počítači (s libovolným ope-
račním systémem), tyto příkazy vyhodnocuje a pomocí svých algoritmů ovládá dané
PC. Problematika návrhu aplikace je v textu rozčleněna do dvou celků, z nichž každá
popisuje právě jednu aplikační část. U klienta je popsána jeho funkčnost. Dále se
kompletně rozebírá struktura mobilní aplikace naprogramované v Java ME spolu
s nejdůležitějšími metodami tohoto kódu. Text pojednávající o serverové části popi-
suje jeho činnost i jednotlivé možnosti využití. Popisuje strukturu serverové aplikace,
která je naprogramovaná v Java SE. Nechybí ani rozbor nejdůležitějších metod kódu
Java SE. Výsledkem diplomové práce jsou oba celky této aplikace, které umožňují
vzdáleně ovládat počítač a hlavně prezentace. Aplikace byla řádně odladěna i otesto-
vána a tvoří funkční multiplatformní software.
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ABSTRACT
The master’s thesis is focused on Java based solution of remote PC control using
a mobile phone. Application is made up of client and server, which are communicating
via Bluetooth interface. The client represents a mobile application (MIDlet) and com-
mands sent to the server. Server, run on a computer (with any operating system), read
these orders and evaluate their algorithms to control the PC. The issue of the draft
text is divided into two units, each of them describes just one part of the application.
The client describes its functionality. It is also fully examines the structure of mobile
application programmed in Java ME, together with the most important methods of this
code. Text dealing with the server part describes its activities as well as individual opti-
ons utilization. It describes the structure of the server application which is programmed
in Java SE. There are also a description of the most important methods of the Java
SE code. This thesis gives the results of both components of the application that allow
to remotely control the computer and especially the presentation. The application was
properly debugged and tested, and form a functional multiplatform software.
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ÚVOD
Diplomová práce se zabývá vývojem aplikace typu klient – server. Tato aplikace
je psaná v programovacím jazyce Java. Klient je založen na platformě Java ME
a server na Java SE. Poukazuje tak na problematiku začlenění Bluetooth komu-
nikace do funkčního Java kódu. V textu se pojednává o multiplatformní aplikaci,
která řeší vzdálené ovládání počítače. Aplikace se zaměřuje i na plnohodnotné
ovládání prezentace.
K tématu diplomové práce vedl zcela praktický nápad, a to ovládat počítač
na dálku pomocí mobilního zařízení. Lépe řečeno ovládat prezentace spuštěné na
PC pouhým kliknutím tlačítka mobilního přístroje. Toto všechno je možné díky
bezdrátovému spojení Bluetooth mobilní stanice s počítačem implementovaného
v kódu jazyka Java.
Na internetu již v dnešní době existuje spousta placených i neplacených
aplikací, které umožňují na dálku ovládat počítače. Lze najít freeware aplikace, do-
konce i open source (aplikace s volně šiřitelným zdrojovým kódem). Jejich
vývoj (serverových částí běžících na PC) je převážně postaven na kódu jazyků
C++, C# anebo i Delphi. Klientskou část řeší z převážné většiny Java ME, neboť
je v této oblasti velmi oblíbená a všesměrná (podrobněji v kapitole 2.3).
Aby bylo možné pevně stanovit pojem mobilní aplikace, budou v textu pova-
žovány za aplikace spustitelné na mobilním telefonu (respektive smartphonu).
12
1 BLUETOOTH
Technologie Bluetooth R© je bezdrátový komunikační systém pro přenos hlasu
a dat na krátké vzdálenosti. Účelem je propojení elektronických zařízení aniž by
bylo nutné použít kabelové spojení. Hlavní výhodou Bluetooth je nízká spotřeba
energie při probíhající komunikaci.
Obr. 1.1: Logo Bluetooth
1.1 Historie
Název standardu pochází od švédské firmy Ericsson, která použila pojmenování
podle dánského krále Haralda Blatanda (volný překlad jména Blatand je „Modrý
zubÿ – anglicky „Bluetoothÿ). V roce 1998 založily firmy Agere, Ericsson, Intel,
Lenovo, Microsoft, Motorola, Nokia and Toshiba konsorcium SIG (Special Interest
Group) [1]. V dnešní době sdružuje SIG přes 10 000 členů.
Historický vývoj jednotlivých verzí Bluetooth:
• 1999 – Bluetooth 1.0 – konektivita pouze 2 koncových zařízení.
• 2000 – Bluetooth 1.1 – oproti předchozí verzi podporuje kominukaci až
8 zařízení.
• 2003 – Bluetooth 1.2 – zvýšena přenosová rychlost (až 721 kbit/s),
vylepšena odolnost proti rušení.
• 2004 – Bluetooth 2.0 + EDR – zpětně kompatibilní s verzí 1.1, velká
úspora energie, přenosová rychlost až 2,1 Mbit/s.
• 2007 – Bluetooth 2.1 + EDR – kompatibilita se všemi předchozími ver-
zemi, větší úspora energie a zrychlení přenosu dat oproti verzi 2.0 (viz [2]).
1.2 Topologie sítě
Bluetooth systém umožňuje spojení dvou zařízení mezi sebou (viz obr. 1.2a)
nebo jednoho zařízení s více stranami (viz obr. 1.2b). Přenosovým kanálem je myš-
leno spojení mezi těmito zařízeními. Soustava dvou a více koncových zařízení,
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která sdílejí stejný kanál, se nazývá piconet (pikosíť) [3]. V rámci pikosítě je jedno
zařízení (master) nadřazeno ostatním (slave).
Pro propojení více zařízení nebo pro propojení více samostatných pikosítí je
použita struktura nazvaná scatternet (rozptýlená síť) (viz obr. 1.2c). Přístup ke
komunikačnímu kanálu řídí pro všechny spojené jednotky master. Každá pikosíť
obsahuje jeden master. Slave však může figurovat ve více sítích současně. Navíc
master v jedné pikosíti může být slave v druhé. Každá pikosíť však používá vlastní
kanál. Komunikačním kanálem je myšleno unikátní schéma sekvence frekvenčních
skoků v rámci pikosítě. Kanál je dělen na 625µs dlouhé časové rámce.
Obr. 1.2: Topologie sítě Bluetooth (převzato z [3]):
a) point-to-point, b) point-to-multipoint c) scatternet.
1.3 Komunikační standard
Technologie Bluetooth je definována jako standard IEEE 802.15.1. Spojení
probíhá v ISM (Industrial, Scientific, Medicine) pásmu 2,4 GHz na frekvencích
2 400 MHz – 2 483,5 MHz. Toto pásmo je definováno jako bezlicenční ve většině
států (včetně ČR). Komunikace využívá techniku přeskakující rádiové frekvence
(frequency hoping). V ISM pásmu definuje standard 79 frekvenčních pozic se šířkou
pásma 1 MHz, jejichž základní frekvence jsou dány vztahem:
fk = 2402 + k,
kde k je celé číslo, k = 0, 1,. . . , 78 a fk frekvence [MHz].
Podle maximálního výstupního výkonu definuje specifikace 3 třídy zařízení,
které jsou zobrazeny v tab. 1.1.
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Třída Maximální výkon Maximální dosah
1 100 mW 100 m
2 2,5 mW 50 m
3 1 mW 10 m
Tab. 1.1: Rozdělení zařízení do výkonových tříd
Standard Bluetooth umožňuje využívat dva typy komunikačních kanálů, které
se výrazně liší přenosovými schopnostmi: asynchronní ACL (Asynchronous
Connectionless) a synchronní SCO (Synchronous Connection Oriented). Oba je
možné využít k zajištění přenosů dat podle požadavků jednotlivých zařízení.
Kanál typu ACL využívá časování multi-slot. Dosahuje přenosové rychlosti
až 721 kb/s v jenom směru a 57,6 kb/s v opačném směru. SCO kanál dovoluje
přenos rychlostí až 433 kb/s v obou směrech. Díky větším přenosovým rychlostem
je ACL vhodný k přenosu běžných dat. Synchronní kanál je kvůli jeho spolehlivosti
vhodnější pro přenos zvuku a obrazu.
1.3.1 Přenosové protokoly
Na obr. 1.3 je znázorněna architektura přenosových protokolů, jak ji definuje
standard Bluetooth.
Obr. 1.3: Bluetooth protokoly (převzato z [4]).
Následuje stručný popis jednotlivých protokolů. Detailní specifikace lze najít
v literatuře [2]. Pro diplomovou práci je nejdůležitějším protokolem RFCOMM
(viz dále).
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• Bluetooth Radio – je radiový vysílač (hardware) Bluetooth využívající
modulaci GFSK (Gaussian Frequency Shift Keyng).
• BLC (Bluetooth Link Controller) – realizuje fyzické propojení v rámci buňky
piconet. Vrstva spravuje oba typy kanálů (SCO a ACL).
• LMP (Link Manager Protocol) – stará se o navázání spojení, průběh a se-
stavení komunikace, řízení spotřeby koncových zařízení.
• HCI (Host Controll Interface) – umožňuje přístup k hardwaru Bluetooth.
Obsahuje příkazové rozhraní, správu kanálu a monitor stavu hardwaru.
• L2CAP (Logical Link Control and Adaptation Protocol ) – poskytuje služby
vyšším vrstvám pro spojované a nespojované datové přenosy.
• Audio – zajišťuje kódování PCM (Pulse Code Modulation) a přenos hlasu
rychostí 64 kb/s.
• RFCOMM (Radio Frequency Communications Port) – slouží jako emulace
protokolu sériového portu. Poskytuje služby vyšším vrstvám, které používají
pro přenos dat sériovou linku [5].
• SDP (Service Discovery Protocol) – definuje vyhledávání služeb. Jeho
součástí je prozkoumávání nově dostupných služeb v síti.
• TCS BIN (Telephony Control protocol Specification – Binary) – protokol
definující řízení, sestavení přenosové linky a přenos hlasu a dat.
Následují protokoly vyšších vrstev, které jsou nezávislé na architektuře přenoso-
vých protokolů:
• AT příkazy – užívají se k řízení a konfiguraci sériových telefonních modemů.
• PPP (Point-to-Point Protocol) – je paketově orientovaný protokol (součástí
TCP/IP), který směruje pakety IP přes sériové rozhraní.
• TCP/UDP-IP – slouží k připojení Bluetooth k síti internet. Aplikace vyu-
žívající k přenosu dat protokol IP je přenášejí přes protokol PPP, který je
dále předává vrstvě RFCOMM.
• WAP (Wireless Application Protocol) – určený ke zpřístupnění internetových
služeb. Primárně vytvořen pro mobilní zařízení.
• OBEX (OBject EXchange) – je určený k výměně dat a řídicích informací.
Využívá architekturu klient-server. Protokol je nezávislý na transportním
mechanismu a přenosovém programovém rozhraní.
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1.3.2 Bluetooth profily
Aby mohl uživatel používat Bluetooth ve svém zařízení ve spojení s jiným,
musí být tato zařízení či konkrétní aplikace kompatibilní s vybraným profilem.
Profily definují možnosti použití bezdrátového přenosu dat v konkrétní situaci.
Zde je přehled profilů (podrobněji viz [2]), které byly přijaty skupinou SIG:
• Advanced Audio Distribution Profile (A2DP) – přenos dvoukanálového strea-
movaného audia, např. hudby z MP3 přehrávače do bezdrátových sluchátek.
• Audio/Video Remote Control Profile (AVRCP) – pomocí tohoto profilu je
možné ovládat televizory, Hi-Fi komponenty atd.
• Basic Imaging Profile (BIP) – přenos obrázků mezi zařízeními. Obsahuje
funkce pro změnu velikosti nebo úplnou konverzi obrázku do jiného formátu.
• Basic Printing Profile (BPP) – umožňuje zařízením posílat text, e-maily,
elektronické vizitky či jiné podobné objekty tiskárnám. Narozdíl od profilu
HCRP nepotřebuje žádné specifické ovladače tiskárny.
• Common ISDN Access Profile (CIP) – neomezený přístup ke službám a da-
tům na ISDN.
• Cordless Telephony Profile (CTP) – profil určený pro použití mobilního
telefonu různými způsoby. Je-li uživatel doma, připojí se jeho mobil pro-
střednicvím Bluetooth k základně pevné sítě, mimo domov bude pracovat
v klasické mobilní síti.
• Dial-up Networking Profile (DUN) – vytáčené spojení přes Bluetooth.
Využívá se při párování s notebooky, které se pak pomocí mobilního telefonu
připojí k internetu.
• Fax Profile (FAX) – propojení zařízení s PC, ve kterém se nachází software
umožňující odeslání/příjem faxu.
• File Transfer Profile (FTP) – přístup k souborovému systému jiného zařízení.
Podporuje standardní FTP příkazy.
• General Audio/Video Distribution Profile (GAVDP) – základní profil pro
A2DP a VDP.
• Generic Object Exchange Profile (GOEP) – základ pro všechny ostatní
profily určené k přenosu dat.
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• Hard Copy Cable Replacement Profile (HCRP) – alternativa klasického kabe-
lového spojení s tiskárnou. Bez aktuálních ovladačů tiskárny profil nepracuje
správně.
• Hands-Free Profile (HFP) – podpora komunikace s bezdrátovými sadami
hands-free.
• Human Interface Device Profile (HID) – podporuje zařízení jako jsou myši,
klávesnice, joysticky. . .
• Headset Profile (HSP) – profil umožňující použití bluetooth sluchátek ve
spojení s mobilními telefony.
• Intercom Profile (ICP) – umožňuje přenos hlasu přes Bluetooth mezi zaří-
zeními v dosahu.
• Object Push Profile (OPP) – základní profil pro posílání objektů, např.
obrázků, elektronických vizitek. . .
• Personal Area Networking Profile (PAN) – umožňuje vytvořit síťové připo-
jení mezi bluetooth zařízeními (režim ad-hoc nebo infrastructure).
• Service Discovery Application Profile (SDAP) – je určen k vyhledání služeb
poskytovaných dostupnými zařízení Bluetooth.
• Synchronization Profile (SYNC) – slouží k synchronizaci elektronických
kalendářů, plánovacích diářů a podobných aplikací běžících na jednotlivých
zařízení. Staví na profilu GOEP.
• Video Distribution Profile (VDP) – umožňuje přenos streamovaného videa.
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2 PROGRAMOVACÍ JAZYK JAVA
Java je objektově orientovaný programovací jazyk, který vyvíjí společnost Sun
Microsystems, Inc. [6]. Největším přínosem Javy je plná přenositelnost programů
na libovolnou platformu bez nutnosti jejich rekompilace. Zdrojový kód (soubory
s příponou .java) se nepřekládá do strojového kódu konkrétního procesoru, ale do
nezávislé podoby, tzv. bajtkódu (bytecode). Tento kód pak může být interpreto-
ván na jakémkoliv počítači nebo koncovém zařízení. Přeložený program je uložen
v souborech s příponou .class. Tento program je zaveden do paměti počítače
a současně probíhá i ověření bytového kódu. V Javě je možné vytvářet jak apli-
kace (běžně označovány jako desktopové aplikace), tak i aplety (použítí zejména na
webových stránkách). Celkový přehled vlastností platformy Java lze sumarizovat
do několika bodů:
• v Javě neexistuje přímý a nekontrolovaný přístup do paměti,
• používá jednoduchou a srozumitelnou syntaxi,
• zahrnuje prostředky pro paralelní běh částí programu (multithreading)
a jejich synchronizaci,
• prostřednictvím vyjímek lze zachytit chyby a neočekávané stavy,
• bezpečnost aplikací lze zajistit programovou kontrolou přístupu k objektům
a zařízením,
• podporuje tvorbu dynamicky rozšiřitelných aplikaci (plug-inů, balíčků, . . . ).
Obr. 2.1: Logo Java.
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2.1 Java platforma
Pojem platforma definuje hardwarové nebo softwarové prostředí, ve kterém je
daný program spuštěn (viz obr. 2.2). Java platforma se skládá ze dvou hlavních
částí:
• virtuální stroj (Java Virtual Machine – JVM) – obsahuje z části zajišťující
vazbu na hardware (tzv. runtime systém) a z části interpretující bajtkód.
Pro výrazné urychlení se tento interpreter nahrazuje kombinací JIT (Just In
Time) kompilátoru a technologií zvanou Hot-spot [7].
• aplikační programové rozhraní (Java Core API) – poskytuje základní
knihovny jazyka Java, které se musí vyskytovat v každém prostředí, kde
se používá Java. Výhodou je, že tyto knihovny nemusí být s programem
distribuovány.
Obr. 2.2: Zařazení Java platformy (převzato z [8]).
Společnost Sun Microsystems poskytuje Javu ve čtyřech různých platformách:
• Java Enterprise Edition (Java EE) – určená pro vývoj robustních servero-
vých aplikací a informačních systémů.
• Java Standard Edition (Java SE) – obsahuje aplikační programové rozhraní
(API) umožňující vývoj standardních klientských a serverových PC aplikací.
• Java Micro Edition (Java ME) – vychází z Java SE a je přizpůsobena k po-
užití na malých zařízení s omezeným paměťovým prostorem, např. mobilní
telefony.
• Java Card – umožňuje tzv. „chytrýmÿ kartám (smart cards) a dalším
zařízením s velmi omezenou pamětí spustit aplikace zvané Java card aplety.
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2.2 Java SE
Java Standard Edition [9] patří k nejrozšířenější edici této platformy. Vyu-
žití nachází především na klasických PC s téměř libovolným operačním systémem
(podporované OS je možné najít na webu [10]). Jazyk Java se neustále vyvíjí
a s ním se mění i vývojový balík JDK (Java Development Kit), což je balíček vý-
vojových nástrojů. Diplomová práce vychází z aktuální verze JDK 1.6 update 13.
Tzv. JRE (Java Runtime Environment) je prostředí pro běh Java aplikací – nelze
tedy použít k vývoji samotných aplikací.
Obsáhlost této platformy je nad rámec textu. Velmi dobrý návod a učební
pomůcka k programování v Java SE může být [7] anebo [11].
2.3 Java ME
Java ME [12] vznikla za účelem použití Javy v malých zařízeních, na kterých
není možné použít standardní edici. Jak je patrné z obr. 2.3, virtuální stroj se
v mikro edici dělí na dva typy. To je způsobeno dvěma skupinami malých zařízení.
Jelikož se Java ME používá v různých přístrojích s různými vlastnostmi, musí být
aplikace variabilní. Její variabilitu určují konfigurace a profily.
Konfigurace definují programové vybavení pro určité skupiny zařízení. Tyto
skupiny jsou rozlišeny podle typu a velikosti paměti, typu a rychlosti procesoru
a síťového připojení. V současné době existují dvě základní konfigurace, a to
CLDC (Connected Limited Device Configuration) a CDC (Connected Device
Configuration).
Profil je sada programových rozhraní (API) tvořících nadstavbu konfigurace
a nabízí programu přístup k vlastnostem specifickým pro dané zařízení.
Obr. 2.3: Architektura Java ME (převzato z [12]).
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2.3.1 Konfigurace CLDC
Tato konfigurace je určena pro bezdrátová zařízení s nízkým napájecím
příkonem jako jsou např. mobilní telefony, pagery, PDA apod. CLDC je určen pro
zařízení s 16-ti nebo 32-bitovým procesorem. Dále specifikuje minimální nároky
na paměť:
• 160 kB stálé paměti ROM dostupné pro virtuální stoj a CLDC knihovny,
• 32 kB dočasné paměti RAM, která je k dispozici pro běh programu.
Základní syntaxe jazyka je stejná, jako ve všech ostatních edicích. Knihovny
obsahují velmi omezenou podmnožinu standardní edice, a to vybrané a trochu
upravené třídy z knihoven uvedených v tab. 2.1. Hnacím strojem CLDC je KVM
(Kilo Virtual Machine). Díky technologii Hot-spot je tento stroj postupně nahra-
zován novějším – označován formálním názvem Monty. Jak je možné vidět na
obr. 2.3, CLDC používá standardně 3 profily. Pro kompletní přehled je uvedeno
alespoň jejich základní využití:
• MIDP (Mobile Information Device Profile) – určený pro mobilní telefony,
• PDAP (Personal Digital Assistant Profile) – pro PDA zařízení,
• IMP (Information Module Profile) – pro automatické přístroje s omezenou
zobrazovací schopností.
Knihovna Význam
java.lang třídy a rozhraní typické pro Javu (z Java SE)
java.io vstupní/výstupní operace (z Java SE)
java.util standardní utility, datum a čas (z Java SE)
java.microedition.io vstupní/výstupní operace (jen v Java ME)
Tab. 2.1: Knihovny konfigurace CLDC
2.3.2 Konfigurace CDC
Konfigurace CDC je zaměřena na zařízení s větším paměťovým prostorem (více
než 2 MB), s 32-bitovým procesorem a síťovým připojením. Do této skupiny se řadí
videotelefony, set-top boxy, přídavná zařízení, televize po internetu, domácí spo-
třebiče a navigační systémy pro vozidla. CDC je nadmnožinou konfigurace CLDC.
Obsahuje navíc knihovny uvedené v tab. 2.2. Tato konfigurace je specifikována ve
dvou verzích, a to CDC 1.0 (JSR 36) a CDC 1.1.2 (JSR 218) [13].
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Knihovna Význam
java.net podpora síťové komunikace (UDP)
java.text základní podpora pro internationalizaci
java.security třídy a rozhraní pro bezpečnostní funkce
Tab. 2.2: Knihovny konfigurace CDC
CDC pracuje na virtuálním stroji CVM (Compact Virtual Machine) stejně
jako Java EE i Java SE. Oproti CLDC podporuje více profilů (viz obr. 2.3), jejichž
význam je uveden jen ve stručnosti:
• Foundation profile – tvoří základ pro další rozšiřující profily,
• Personal – základní uživatelské rozhraní,
• RMI (Remote Method Invocation) – vzdálené volání metod JVM,
• Game – vývoj her zaměřený na nejmodernější herní zařízení.
2.3.3 Profil MIDP
Nejpoužívanějším profilem mikro edice je především MIDP, který je určen pro
mobilní telefony a pagery. Jelikož je určen pro tato bezdrátová zařízení, obsahuje
GUI (Graphical User Interface) API pro uživatelsky přívětivější ovládání. V sou-
časné době existují specifikace MIDP 1.0 (JSR 37) a MIDP 2.0 resp. jeho revize
MIDP 2.1 (JSR 118) [14]. Ve vývoji je i MIDP 3.0 (JSR 271).
Standard MIDP 2.0 definuje mobilní informační zařízení, která splňují
minimální požadavky:
• minimální rozlišení displeje 96 x 54 pixelů, alespoň 1-bitová hloubka barev,
poměr stran obrazu 1:1,
• ovládání zařízení telefonní klávesnicí, QWERTY klávesnicí, nebo dotykovou
obrazovkou,
• 256 kB trvalé paměti pro MIDP implementaci, 128 kB dočasné paměti,
• obousměrný (přerušovaný) síťový provoz, s omezenou šířkou pásma,
• schopnost přehrávat tóny (hardwarově či softwarově).
Ke knihovnám konfigurace CLDC (viz tab. 2.1) jsou postupně přidávány další
v podobě knihoven obou verzí MIDP (viz tab. 2.3 a tab. 2.4).
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Knihovna Význam
javax.microedition.rms správa trvalých dat
javax.microedition.midlet základní třídy MIDP profilu
javax.microedition.io obecné třídy a rozhraní pro MIDP připojení
javax.microedition.lcdui třídy pro tvorbu uživatelského rozhraní
Tab. 2.3: Knihovny profilu MIDP 1.0
Knihovna Význam
javax.microedition.lcdui.game třídy pro vývoj her
javax.microedition.media třídy pro práci s multimedii
javax.microedition.media.control rozhraní pro přehrávání sekvencí tónů
javax.microedition.pki rozhraní pro práci s certifikáty
Tab. 2.4: Přidané knihovny profilu MIDP 2.0
MIDlet
Aplikace vytvořené pro tento profil se nazývají MIDlety. Některými vlastnostmi
se podobají appletům. V mobilním zařízení běží v tzv. sandboxu, neboli na svém
vlastním „pískovištiÿ, které nemůže z důvodu bezpečnosti opustit.
MIDlet obsahuje třídy a metody pro řízení průběhu aplikace. Může se na-
cházet ve třech stavech: pozastaven, aktivní a ukončen. Běh aplikace a přechody
mezi stavy řídí aplikační manažer AMS (Application Management Software). Po
zavolání konstruktoru je počáteční stav MIDletu pozastaven. V tomto stavu by
aplikace neměla vlastnit či používat žádné sdílené zdroje. Po provedení konstruk-
toru je volána metoda startApp a MIDlet přejde do stavu aktivní. Pro ukončení
volá AMS metodu destroyApp. Tento cyklus je znázorněn na obr. 2.4. Kód
spustitelného MIDletu vypadá následovně:
public class VlastniTrida extends MIDlet {
public void startApp() {
// kód pro spuštění MIDletu
}
public void pauseApp() {
// kód pro pozastavení MIDletu
}
public void destroyApp(boolean unconditional) {
// kód pro ukončení MIDletu
}
}
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Obr. 2.4: Životní cyklus MIDletu (převzato z [15]).
Grafické uživatelské rozhraní MIDletu
Java ME nabízí dva druhy grafického uživatelského rozhraní. Nízkoúrovňové
API (Lowlevel API) a vysokoúrovňové API (Highlevel API).
Prvky obsaženy v balíku javax.microedition.lcdui poskytují vysoko-
úrovňové API. Toto API ulehčuje naprogramovat vzhled aplikace, ale výsledek
grafického výstupu je závislý na konkrétním zařízení. Jedná se spíše o obrazovky
s formulářovými prvky – třídy vysokoúrovňového API jsou děděny od třídy Screen.
Programátor si nemůže přesně nadefinovat vzhled jednotlivých komponent
s výjimkou třídy CustomItem (tvoří „prostředníkaÿ mezi oběma API). Do
vysokoúrovňového API se řadí např. třídy Alert, Form, List, Ticker . . .
Pro práci s grafickým prostředím je možné použít i balík nízkoúrovňového
API javax.microedition.lcdui.game. Pomocí něj lze přesněji definovat grafický
výstup. Toto API se využívá především u her, kde je nutné vykreslení každého
potřebného bodu. Třídy nízkoúrovňového API jsou odvozeny (zděděny) od třídy
Graphics nebo Canvas.
K ovládání aplikace slouží příkazy typu Command. Každému příkazu lze přiřadit
popis, který se zobrazí na displeji zařízení. Přidáním několika příkazů displeji lze
vytvořit jednoduché menu aplikace. Reakce na události těchto příkazů zajišťují
posluchači zaregistrovaní pomocí rozhraní CommandListener.
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3 NÁVRH VLASTNÍHO ŘEŠENÍ
Vlastní program, jehož návrh je hlavní (praktickou) částí diplomové práce,
nese název MobilniOvladaniPC. Název byl vytvořen díky funkčnosti aplikace, a to
vzdálenému ovládání počítače prostřednictvím mobilního telefonu. Aplikace napro-
gramovaná v jazyce Java je založena na architektuře klient – server. Pro vzájemnou
komunikaci využívá aplikace standardu Bluetooth, přesněji protokolu RFCOMM
(viz podkapitola 1.3.1). Celkovou funkčnost aplikace popisují podkapitoly 3.1 a 3.2,
které se věnují detailnímu rozboru tohoto celku.
Javová aplikace je rozdělená na část klienta a část serveru. Klientská část je
napsána v Java ME a implementuje vlastnosti profilu MIDP 2.0 (viz 2.3.3). Server
využívá knihoven Java SE i dalších, které budou dále popsány v podkapitole 3.2.
Obě tyto části byly naprogramovány v dvou různých, na sobě nezávislých
programovacích prostředích zvaných IDE (Integrated Development Environment).
Z čistě subjektivního hlediska se pro tvorbu serverové části hodilo více IDE
Eclipse [16]. Pro klienta bylo výhodnější použít IDE NetBeans (resp. NetBeans
Mobility) [17].
V této kapitole budou postupně rozebrány a popsány obě části aplikace. Jejich
knihovny a také nejdůležitější metody jednotlivých tříd.
3.1 Klientská část
Mobilní aplikace typu klient je navržena pro mobilní zařízení podporující Java
profil MIDP 2.0 (a vyšší) a Bluetooth API (JSR-82) [13]. Seznam zařízení
podporujících JSR-82 poskytuje [18].
Hlavním smyslem klienta je zasílání dat serveru přes rozhraní Bluetooth. Po
spuštění aplikace MobilniOvladaniPC se uživatel může připojit k serveru pomocí
menu Připojit (viz obr. 3.1). Poté se na displeji objeví ovládací panel (viz pod-
kapitola 3.1.2), ve kterém se uživateli zobrazují prováděné akce. Stiskem
kláves mobilního telefonu uživatel ovládá připojený počítač. Význam jednotlivých
kláves je popsán v nápovědě programu, která lze vyvolat položkou menu Nápověda.
Klávesy 1, 3 a * jsou určeny pro vzdálené ovládání prezentace. Klávesa * spouští
vybranou prezentaci na počítači, anebo spustí celoobrazovkový režim prezentace
(viz kapitola 3.2). Předchozí snímek prezentace vyvolá stisk 1, následující snímek
se přepne stiskem 3. Kurzorové klávesy nebo pomyslný kříž kláves 2, 4, 6 a 8
simulují pohyb myši. Je také možné vzdáleně ovládat levé (5) i pravé (0) tlačítko
myši (viz obr. 3.3). Klávesám 7 a 9 byly přiřazeny funkce Enter a Esc. Klávesou #
klient ukončí činnost serveru (ukončí spojení).
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Struktura klienta je naznačena v UML diagramu (viz obr. A.1). UML zobrazuje
jednoduché závislosti tříd, které svou spoluprací a vzájemnou interakcí řídí chod
celé aplikace. Mobilní část aplikace je rozdělena celkem do 4 tříd:
• KlientMIDlet – hlavní třída aplikace (spustitelný MIDlet). Je rozšířením
třídy MIDlet a implementuje metody rozhraní DiscoveryListener.
• Ovladani – třída k ovládání kláves mobilního zařízení a řízení jejich reakcí.
Dědí metody z třídy CustomItem. Implementuje rozhraní Runnable.
• GUI – implementuje rozhraní CommandListener. Poskytuje grafické uživatel-
ské rozhraní aplikace.
• Text – doplňková třída se statickými konstantami typu String. Uchovává
texty popisů tlačítek, názvů zobrazení, chybových hlášení, apod.
3.1.1 Třída KlientMIDlet
Spustitelný MIDlet představuje hlavní komunikační třídu mobilní aplikace. Je-
jím principem je navázání spojení se serverem a následná komunikace v podobě
zasílání dat přes Bluetooth rozhraní. Následující popis vysvětluje veškeré vlastnosti
i funkce třídy KlientMIDlet.
Při startu MIDletu (voláním metody startApp()) dochází k inicializaci po-
třebných objektů (např. formulář s ovládacím prvkem MIDletu, seznam nalezených
zařízení, atd.). Dále je nutné zajistit přepnutí displeje na požadované zobrazení,
toto obstará metoda prepniDisplay(). A v neposlední řadě je volána metoda
zahajitVyhledavani(), která využívá třídu DiscoveryAgent, pro průzkum okolí
(viz následující ukázka kódu). V této fázi probíhá i kontrola zapnutého Bluetooth
na mobilním zařízení (viz obr. 3.2a).
protected void zahajitVyhledavani() {
try {
DiscoveryAgent agent = getAgent();
agent.startInquiry(DiscoveryAgent.GIAC, this);
} catch (Exception e) {
gui.zobrazUpozorneni(AlertType.ERROR, Text.CHYBA_SYSTEM,
e.getMessage());
}
}
K nalezení dostupných Bluetooth zařízení slouží metoda startInquiry()
(ukázka na obr. 3.1a). Tato metoda spustí ve zvláštním vlákně prohledávání okolí
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a všechna nalezená zařízení předává přes rozhraní DiscoveryListener. Zařízení
jsou předávána metodou deviceDiscovered(). Konec prohledávání okolí je ozná-
meno voláním metody inquiryCompleted().
Nalezená zařízení se zobrazí v seznamu, který se naplní po dokončení běhu
metody vytvorSeznamZarizeni() (viz obr. 3.1b).
Obr. 3.1: Připojení k serveru: a) hledání Bluetooth zařízení, b) naplnění seznamu
nalezenými zařízeními.
Aby mohla aplikace navázat spojení se serverem (vybraným zařízením ze
seznamu), musí se připojit ke konkrétní službě. Vyhledávání služeb na vzdále-
ném zařízení opět zajišťuje DiscoveryAgent metodou searchServices(). Každá
služba má svůj identifikátor (UUID) a atributy. Podle těchto informací je možné
vybrat hledanou službu. Veškeré informace o poskytovaných službách zapouz-
dřuje třída ServiceRecord. Chybové stavy, např. odpojení serveru nebo přerušení
komunikace, zajišťuje metoda serviceSearchCompleted(). Jestliže tato metoda
vrací číselnou hodnotu v podobě konstanty SERVICE SEARCH COMPLETED, je možné
spojení se serverem. V této fázi je volána metoda servicesDiscovered(), která se
připojuje na konkrétní službu a pomocí getConnectionURL() získává konkrétní,
přesně specifikovanou adresu serveru – tzv. URL. Více o URL se věnuje serverová
část (viz podkapitola 3.2.2).
Následuje volání řídící funkce, která obstarává přenos dat mezi klientem a serve-
rem. Spuštěním rizeniSpojeni(url) se aktivuje vlákno, které odesílá data měnící
se v závislosti na stisknuté klávese.
28
Vlákno posílání příkazů implementuje metoda poslatData(). Pracuje následu-
jícím způsobem. Vytvoří spojení typu OutputStream, čímž jsou serveru posílána
požadovaná data. Dále se v nekonečné smyčce čeká na vstup uživatele – stisknutí
klávesy (viz podkapitola 3.1.2). Jestliže je vstupní hodnota různá od 0 (nedě-
lej nic), zasílá serveru hodnotu stisknuté klávesy. Smyčka je ukončena (a tím
i spojení) při přečtení hodnoty 255 (ukoncovaciZnak). Ukončení je namapované
na klávesu # mobilního zařízení. Samozřejmostí je ošetření nežádoucích stavů. Ty
jsou zobrazovány uživateli formou upozornění (viz podkapitola 3.1.3). Na
obr. 3.2b je ukázka jednoho z možných stavů, které můžou nastat při komuni-
kaci (zasílání dat) se serverem. V tomto konkrétním případě klientská aplikace
upozorňuje uživatele o nedostupnosti spojení.
Obr. 3.2: Ukázky chybových zobrazení: a) vypnuté Bluetooth zařízení,
b) nedostupnost spojení se serverem.
3.1.2 Třída Ovladani
V této třídě je definován vlastní ovládací panel aplikace typu CustomItem.
Ovládací panel je vytvořen implementovanou metodou paint(). Parametry této
metody udávají vykreslovanou grafiku na displej a rozměry vlastního panelu. Ten
je ve třídě GUI přiřazen metodou append() na hlavní zobrazovací formulář, který
má uživatel během ovládání k dispozici. Překrytím zděděné metody keyPressed()
je zajištěna funkce změny konkrétní hodnoty uložené v proměnné cislo typu int
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na novou hodnotu. Hodnoty se mění podle stisknuté klávesy mobilního zařízení
(viz obr. 3.3). Přepínání mezi klávesami zajišťuje jednoduchý mechanismus switch.
Protože každé zařízení nevlastní kurzorové klávesy, jsou tyto směrové klávesy na-
mapovány analogicky na klávesy 2, 4, 6, 8 a 5. Viz následující zkrácená ukázka:
protected void keyPressed(int keyCode) {
int action = getGameAction(keyCode);
switch (action) {
case GameCanvas.UP:
setCislo(2);
break;
...
}
Obr. 3.3: Ovládání tlačítek myši: a) levé, b) pravé
Metoda keyReleased() hodnotu proměnné cislo nastavuje zpět na 0 (výchozí
stav). Konstruktor třídy Ovladani spouští vlákno které obnovuje překreslení pa-
nelu při změně stisknuté klávesy.
3.1.3 Třída GUI
Grafické uživatelské rozhraní aplikace obstarává třída GUI. I když Netbeans
disponuje velmi kvalitními nástroji s různými pohledy typu Screen view a Flow
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view [19], je programátorsky výhodnější (ne však pohodlnější) tuto třídu napro-
gramovat „ručněÿ. Netbeans generuje kód na základě přetahování (drag&drop)
různých komponent do již zmíněných pohledů. Pro lepší přehlednost a následné
ladění byla zvolena varianta samostatného naprogramování GUI s pomocí
literatury [20]. Ukázka na obr. 3.4 zobrazuje pohled Flow view aplikace Mobilni-
OvladaniPC.
Obr. 3.4: Uspořádání a logické propojení prvků klienta
Konstruktor třídy GUI inicializuje všechny objekty, které jsou během běhu
aplikace zobrazeny (nebo se alespoň předpokládá, že budou zobrazeny). Každý
zobrazovací prvek, jak už typu Form nebo Alert obsahuje své vlastní nabídky
a definuje jejich zobrazovací vlastnosti. Komponenty typu Command přiřazeny zob-
razovacím prvkům tvoří jednoduché menu. Zaregistrovaný CommandListener svou
implementovanou metodou commandAction() řídí reakce na daný stisk menu po-
ložky. V ukázce kódu jsou zobrazeny akce tlačítek úvodního zobrazení. Tímto uži-
vateli zobrazuje požadovanou obrazovku.
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public void commandAction(Command command, Displayable zobrazeni) {
// v jakém se nachází zobrazení?
if (zobrazeni == uvodniZobrazeni){
// jaká akce je vyvolána?
if (command == cmdKonec) {
prepniDisplay(null, null);
midlet.notifyDestroyed();
} else if (command == cmdNapoveda) {
help = true;
prepniDisplay(null, getHelpForm());
} else if (command == cmdPripojit) {
prepniDisplay(null, getPripojeni());
}
...
}
3.1.4 Třída Text
Třída shromažďuje textové řetězce názvů, popisů menu položek, různých chy-
bových hlášek a dalších. Všechny texty jsou definovány jako statické konstanty
typu String. Důvodem vzniku právě takové třídy bylo zpřehlednění zdrojového
kódu klientské aplikace. Všechny používané konstanty třídy Text je možné vyčíst
z diagramu tříd klienta zobrazeného na obr. A.1.
Z následující ukázky kódu lze vypozorovat jednoduchost použití této třídy
a hlavně přehlednost kódu v zobrazené metodě.
gui.zobrazUpozorneni(
AlertType.WARNING,
Text.UPOZORNENI,
Text.NENI_ZAPLY_BT);
3.2 Server
Pro ovládání počítače je určena serverová část aplikace MobilniOvladaniPC.
Nutné předpoklady pro práci se serverem jsou: hardwarový Bluetooth modul,
minimálně JRE verze 1.6 a vyšší a software umožňující spuštění prezentací typu
Microsoft Office (1997 - 2007).
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Server je po spuštění umístěn v oznamovací oblasti (System tray) a ovládá
se pomocí kontextového menu (po stisku pravého tlačítka myši na ikonu – viz
obr. 3.5). Výběrem položky Spustit server se spustí vlákno čekající na připojení
klienta (viz podkapitola 3.2.2). Uživatel pozná spuštění serveru signalizací ikony
v oznamovací oblasti. Nyní může začít klient vyhledávat dostupný server. Úspěšné
připojení klienta je tentokrát signalizováno informačním oznámením (viz obr. 3.7).
V této fázi je již možné ovládat klientem počítač. Budou pro něj funkční všechny
příkazy, kromě spuštění prezentace. Jestliže klient zkusí vzdáleně spustit prezentaci
aniž by uživatel obsluhující server nějakou vybral, zobrazí se oznámení s upozorně-
ním (viz obr. 3.10). Menu položkou Načíst prezentaci. . . si uživatel vybere umístění
prezentačního souboru. Po načtení se zobrazí dotaz (typu ano/ne), zda-li se má
prezentace nyní spustit anebo bude kdykoliv spuštěna klientem. Je-li prezentace
spuštěna, ale nevstoupí do celoobrazovkového režimu, je možné tuto situaci
napravit opětovným stiskem * na straně klienta. Toto se může stát u prezentací
představujících velkou paměťovou zátěž pro daný operační systém. Další užitečnou
funkcí může být změna rychlosti pohybu kurzoru. Tato změna se dá provést
výběrem ze 3 dostupných rychlostí v menu Nastavení rychlosti. Aktuální rychlost
indikuje opět informační oznámení (viz 3.9). Ukončení serveru (položka menu
Konec) dříve než je ukončen klientem způsobí varovné hlášení v klientské apli-
kaci o nedostupnosti spojení (viz obr. 3.2b).
Struktura serveru je znázorněna v UML diagramu na obr. A.2. Aplikace se dělí
do následujících tříd (seřazených podle abecedy):
• OtevreniPrezentace – třída umožňující výběr souboru prezentace s přípo-
nou *.ppt nebo *.pptx.
• Ovladani – tvoří ovládací část aplikace. Reaguje na příkazy klienta a tímto
představuje vzdálené ovládání.
• PCServer – komunikační třída serveru, která dědí metody třídy Thread. Im-
plementuje metody Bluetooth API a vytváří komunikační vlákno s klientem.
• PPTPrezentace – třída slouží k extrahování poznámek z prezentací vytvoře-
ných v Microsoft Office PowerPoint.
• SpusteniPrezentace – třída umožňující spuštění prezentace.
• SystemTrayGUI – tvoří grafické rozhraní aplikace, které je umístěno v System
tray (oznamovací oblasti).
• Text – tvoří třídu se statickými konstantami typu String. Uchovává texty
popisů tlačítek, názvů zobrazení, chybových hlášení, apod.
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Před podrobnějším pohledem do jednotlivých tříd bude vhodné poukázat na
knihovny, se kterými serverová aplikace spolupracuje. Jedná se o knihovny
Bluecove [21] a POI [22].
Knihovna Bluecove zpřístupňuje Java SE platformě rozhraní Bluetooth API
(JSR-82) [13]. Umožňuje efektivně využívat Bluetooth modul v PC. Tuto knihovnu
využívá třída PCServer. Více v části 3.2.2.
POI od Apache poskytuje Java API přístup k souborovým formátům typu
Microsoft Office [23]. Usnadňuje tak práci se soubory prezentací, které aplikace vy-
užívá. Knihovna pomáhá rozšířit možnosti třídy PPTPrezentace. Detailněji bude
popsána v podkapitole 3.2.6.
3.2.1 Třída SystemTrayGUI
Již z názvu třídy může být patrné, že se jedná o grafické uživatelské rozhraní
aplikace. Při spuštění serverové části aplikace MobilniOvladaniPC je volána hlavní
statická metoda main(), která vytváří novou instanci objektu SystemTrayGUI.
Konstruktor této třídy ošetřuje jednak nastavení grafického vzhledu pro uživatel-
ské rozhraní a také spouští vlákno, které zaručuje běh celé aplikace (GUI) a volá
metodu vytvorGUI(). Pomocí této metody je vytvořeno pop-up menu aplikace
(viz obr. 3.5). Do menu jsou přidány položky metodou add() s parametrem po-
ložky menu. Jednotlivé sekce odděluje metoda addSeparator(). Každá položka
menu má zaregistrovaného posluchače typu actionListener. Tímto je zaručena
reakce (spuštění požadované úlohy) při výběru položky menu (tzv. action).
Pomocí metody addActionListener() je posluchač přiřazen konkrétní nabídce
(viz následující ukázka zkráceného kódu).
menuServer.addActionListener(new ActionListener() {
public void actionPerformed(ActionEvent e) {
if (pc == null) {
// načtení ikony ze souboru
trayIcon.setImage(vytvorIkonu(Text.TRAY_IKONA_A));
// znemožní znovu spuštění serveru
menuServer.disable();
// spuštění serveru
pc = new PCServer();
...
});
Z tohoto kódu lze vyčíst, že se jedná o akci spuštění serveru. Vytvoří se
objekt pc, který je instancí třídy PCServer. Následující podkapitola 3.2.2 podrobně
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popisuje chování právě této třídy. Při bezchybné inicializaci objektu pc dojde
k signalizaci – změna ikony (její vybarvení). Tímto dává aplikace uživateli najevo
spuštění serveru.
Obr. 3.5: Menu serveru v oznamovací oblasti
Třída SystemTrayGUI také obsahuje statickou metodu zobrazZpravu(). Ta
informuje uživatele o různých stavech aplikace zobrazením patřičné zprávy (viz
obr. 3.6 nebo 3.10). Parametr MessageType určuje typ zprávy: ERROR (chyba),
WARNING (varování), INFO (informace), NONE (bez popisu nebo ikony).
Inspirací této třídy se stal ukázkový příklad [24], který poskytl ikonu pro
serverovou aplikaci. Ikona byla částečně upravena pro chování aplikace. Je pomocí
ní usnadněna vizuální signalizaci spuštění serveru.
3.2.2 Třída PCServer
Třída poskytuje funkční komunikační třídu celé serverové aplikace. Vytváří
Bluetooth server, který po spuštění čeká na připojení klienta.
PCServer využívá knihovnu Bluecove [21]. Díky ní je možné v Java SE využívat
stejných objektů pro Bluetooth API jako nabízí platforma Java ME. Neposkytuje
doslova stejné možnosti, ale je upravena pro chování Bluetooth API na počítačích,
kde se programuje v Java SE. V ukázkách kódů lze tak nalézt určitou podobnost
serveru s klientem – samozřejmě jen pro Bluetooth komunikaci.
Jak už bylo nastíněno v klientské části 3.1, server poskytuje klientovi služby
a ten se ke konkrétní připojuje. K navázání spojení se využívá metoda open(url)
třídy Connector. Url generovaná serverem je ve tvaru:
protokol://adresa:[UUID];parametry.
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Význam jednotlivých částí této url [25]:
• protokol – RFCOMM vytváří spojení StreamConnection, které reprezentuje
protokol btspp.
• adresa – pokud chce aplikace vytvořit službu, která bude čekat na příchozí
spojení, uvede jako adresu zařízení localhost. Tím se otevře spojení na
lokálním zařízení.
• UUID – při nastavení služeb serveru se udává identifikátor, který musí být
po celou dobu spojení jedinečný. Klient se připojuje ke službě reprezentované
jedinečným identifikátorem UUID.
• parametry – obsahují name (typu String), které udává jméno dané služby,
a nepovinné bezpečnostní parametry authenticate, authorize, a encrypt
(všechny 3 typu boolean).
V případě serveru vypadá url následovně:
btspp://localhost:0000110100001000800000805f9b34fb;name=PCServer
Konstruktor PCServer() nastavuje potřebné parametry pro uskutečnění
Bluetooth spojení, respektive spuštění Bluetooth serveru. Samozřejmostí je i ošet-
ření chybových stavů jako např. dostupnost Bluetooth zařízení v PC (viz obr. 3.6).
Obr. 3.6: Ošetření zapnutého Bluetooth zařízení v PC
V ukázce zdrojového kódu jsou popsány jednotlivé fáze, které vedou ke spuštění
vlákna řídícího spojení s klientem. Všechny řádky zkráceného zápisu konstruktoru
třídy jsou srozumitelně okomentovány.
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public PCServer() {
...
try {
// UUID serveru
UUID = new UUID("1101", true).toString();
// inicializace ovládání PC s rychlosti pohybu 1
ovladani = new Ovladani(1);
// získá BT zařízení na PC
LocalDevice zarizeni = LocalDevice.getLocalDevice();
// nastavení BT zařízení, aby bylo vyhledatelné klientem
zarizeni.setDiscoverable(DiscoveryAgent.GIAC);
// nastaví příslušnou URL serveru
String url = "btspp://localhost:" + UUID + ";name=PCServer";
// otevírá url adresu serveru
navazaniSpojeni = (StreamConnectionNotifier) Connector.open(url);
// spouští vlákno serveru, čekající na připojení klienta
vytvorSpojeni(navazaniSpojeni);
} catch (Throwable e) {
// ošetření chybových stavů jako je např. nedostupnost
// Bluetooth zařízení
...
}
Následným voláním metody acceptAndOpen() server čeká na připojení klienta.
Tato metoda je implementovaná ve vlákně spouštějící server vytvorSpojeni().
Jestliže se klient úspěšně připojí, server signalizuje tuto událost uživateli v podobě
informačního oznámení (viz obr. 3.7).
Obr. 3.7: Oznámení o připojení klienta
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Metoda cteniPrikazu() je řídícím prvkem třídy PCServer. Při bezkonfliktním
připojení klienta je vytvořen datový tok typu InputStream. Následně je otevřen
a čeká na data, která přichází přes komunikační kanál od klienta. V klientské
části 3.1.1 bylo popsáno odesílání příkazů typu int. Tato data server vyhodnocuje
algoritmem běžícím ve vlákně vlaknoCteni (viz následující ukázka zkráceného
kódu). Uvnitř vlákna běží nekonečná smyčka. Ta se ukončí přečtením příkazu,
který definuje číslo ukoncovaciZnak. Ukončení nastane, když klient zašle příkaz
s hodnotou přiřazenou klávese # mobilního zařízení (viz obr. 3.8). Jestliže přečtený
znak neukončuje spojení, je předán metodě spustOvladani() a ta provede přesně
definované operace (viz dále). Tímto je PC ovládáno klientem.
V tomto vlákně bylo ještě nutné ošetřit několikanásobné přečtení konkrétního
příkazu (např. další strana prezentace). Jelikož uživatel nereaguje nikdy stejně
rychle jako běžící vlákno, musí se provést kontrola, zda-li už konkrétní příkaz
byl přečtený. Jestliže je přečten, následující hodnota je ignorována a čeká se na
další příkaz. Tento způsob byl dosažen v ladící fázi vývoje aplikace. Bez takového
ošetření způsobil jeden stisk klávesy klienta posunutí prezentace třeba o 8 stran
dopředu. Tímto algoritmem jsou ošetřeny všechny stavy kromě pohybu kurzoru,
jelikož by zde neměl smysl – aplikace by byla velmi nekomfortní.
private void cteniPrikazu(final InputStream in) {
Thread vlaknoCteni = new Thread() {
public void run() {
...
while (true) {
int r = in.read();
//ošetření několikanásobného vstupu příkazů
int p = zjistiPredchozi(r);
...
// spustí ovládání v závislosti na přečteném příkazu
spustOvladani(r);
}
if (r == ukoncovaciZnak) {
// ukončení spojení
...
// ošetření chybových hlášení a zavření proudu dat
...
}
38
Obr. 3.8: Ukončení činnosti serveru
Metoda spustOvladani() využívá ke své funkčnosti třídu Ovladani, která
bude popsána v další části textu (viz 3.2.3). Jejím parametrem je vstupní hodnota
z datového toku, který vyvolá klient. Tato hodnota se přepíná jednoduchým
mechanismem switch. Přepínač ošetří všechny stavy, které klient vyvolá (tzn.
klávesy 0 – 9, * a #). Každý takový případ zavolá konkrétní metodu z již zmíněné
třídy Ovladani.
3.2.3 Třída Ovladani
Ovládání PC vychází z třídy Ovladani, která staví základy na třídě Robot.
Pomocí třídy Robot lze simulovat pohyb myši včetně funkcí jejich tlačítek (kolečka)
anebo stisk a uvolnění kláves klávesnice.
Ovladani poskytuje dva konstruktory – s parametrem rychlosti anebo bez něj.
Oba konstruktory inicializují nový objekt typu Robot, konstruktor s parametrem
navíc metodou setRychlost() nastaví rychlost na požadovanou úroveň (rychlost
lze měnit i ve spuštěné aplikace – viz obr. 3.9). Rychlost určuje délku skoku od
aktuální pozice kurzoru. Jednoduchá metoda getPozice() typu Point vrací sou-
řadnice pozice kurzoru (viz následující ukázka kódu).
private Point getPoziceKurzoru() {
PointerInfo pi = MouseInfo.getPointerInfo();
// Informátor pozice vrací aktuální polohu kurzoru
Point pozice = pi.getLocation();
return pozice;
}
Tuto metodu využívají i všechny ostatní, které souvisí s pohybem kurzoru myši
ve všech směrech. Principem těchto metod je zjištění aktuálních souřadnic kurzoru
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Obr. 3.9: Změna rychlosti pohybu kurzoru
na obrazovce. K těmto souřadnicím se přičítá nebo odečítá hodnota celočíselné
proměnné rychlost v závislosti na směru pohybu. Následující ukázka zdrojového
kódu simuluje horizontální pohyb myši doprava.
public void pohybVpravo() {
x = getPoziceKurzoru().x;
y = getPoziceKurzoru().y;
// při pohybu doprava narůstá hodnota x o zvolenou rychlost
robot.mouseMove(x + rychlost, y);
}
Zároveň je možné simulovat stisknutí a následné uvolnění tlačítka myši. Pro
tyto události se používají konstanty třídy InputEvent, které představují konkrétní
tlačítko myši. Pro levé tlačítko je použita konstanta BUTTON1 MASK, pro pravé
BUTTON3 MASK. U pravého tlačítka je navíc nutné počítat s menším zpožděním
– tzn. předpokládat delší dobu stisku tohoto tlačítka. Je to z důvodu různých na-
stavení jednotlivých systémů. Krátký „klikÿ totiž u jistých aplikací nevyvolá přímo
kontextové menu.
public void klikniMysiLevym() {
robot.mousePress(InputEvent.BUTTON1_MASK);
robot.mouseRelease(InputEvent.BUTTON1_MASK);
}
Pro ovládání klávesnice byly vytvořeny metody, jejichž funkčnost prezentuje
další ukázka zdrojového kódu. Přetížením těchto metod bylo docíleno univerzál-
ního použití v Java kódu. Jsou zde zobrazeny přetížené metody pro stisk kláves
(respektive klávesové kombinace).
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public void stiskniKlavesu(int klavesa) {
robot.keyPress(klavesa);
robot.keyRelease(klavesa);
}
public void stiskniKlavesu(int kombinace, int klavesa) {
robot.keyPress(kombinace);
robot.keyPress(klavesa);
robot.keyRelease(klavesa);
robot.keyRelease(kombinace);
}
3.2.4 Třída OtevreniPrezentace
Pomocná třída umožňující otevření prezentace pomocí dialogového okna. Třída
OtevreniPrezentace definuje jedinou metodu, a to otevriSoubor() (viz ukázka
zdrojového kódu). Metoda typu String vrací cestu souboru prezentace, který byl
otevřen. S cestou jako parametrem pracuje třída SpusteniPrezentace, která je
popsána v následující podkapitole 3.2.5.
public String otevriSoubor(Frame f, String title, String defDir) {
// vytvoření nové instance FileDialog
FileDialog fd = new FileDialog(f, title, FileDialog.LOAD)
...
// ošetření vstupu typu prezentace
if(fd.getFile().endsWith("pptx")) {
PPTPrezentace.jePptx = true;
} else {
PPTPrezentace.jePptx = false;
}
// vrací absolutní cestu souboru
String r = fd.getDirectory() + fd.getFile();
return r;
}
Po výběru konkrétního souboru s prezentací je uživateli zobrazena volba
přímého nebo vzdáleného spuštění prezentace. Přímá volba znamená okamžité
spuštění. Vzdálenou se myslí spuštění prezentace mobilním zařízením – konkrétně
klávesou * (samozřejmě při vzájemném spojení serveru s klientem). Obrázek 3.10
ukazuje situaci, kdy byla klientem předčasně spuštěna prezentace.
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Omezení otevření jen prezentací typu Microsoft Office má své opodstatnění.
Knihovna POI totiž poskytuje (zatím) třídy schopné pracovat právě s těmito pre-
zentacemi. Jak už z webu [22] vyplývá, jedná se o Java API, které umožňuje přístup
k souborovým formátům společnosti Microsoft.
Obr. 3.10: Vzdálené otevření prezentace pomocí klienta
3.2.5 Třída SpusteniPrezentace
Před samotným spuštěním prezentace je nutné, aby se její soubory (s pří-
ponou *.ppt nebo *.pptx) otestovaly kontrolním algoritmem. Kontrola probíhá
v konstruktoru třídy (viz zdrojový kód). Po výsledné kontrole je volána metoda
zahajitPrezentaci(), která spustí prezentaci v celoobrazovkovém režimu.
public SpusteniPrezentace(String soubor) {
File file = new File(soubor);
// kontrola spuštění
try {
spustPrezentaci(file);
} catch (IOException e) {
chyba = true;
// při chybě zobrazí uživateli chybové hlášení
...
// jestliže vše proběhlo v pořádku, je prezentace spuštěna
// na celou obrazovku
if (!chyba) {
if (soubor.endsWith(".ppt") || soubor.endsWith(".pptx")) {
zahajitPrezentaci();
...
}
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V této fázi je již možné prezentaci pomoci mobilního zařízení ovládat (pokud
tedy proběhlo navázání spojení serveru s klientem). K přesunutí na další stranu
prezentace se používá klávesa 3 klienta. Předchozí stranu je možné zobrazit stiskem
klávesy 1. Ukončení prezentace je možné vyvolat klávesou 9, která je namapovaná
na funkci Esc. Tato klávesa není přímo určená pro ovládání prezentace, využívá se
obecně k ovládání aplikací (ukončení) v daném operačním systému.
Stěžejní metodou této třídy je bezpochyby spustPrezentaci(). Využívá třídu
java.awt.Desktop, která umožňuje v daném operačním systému spouštět
konkrétní soubory asociované s příslušnou aplikací. V serverové aplikaci se pra-
cuje se soubory prezentací *.ppt nebo *.pptx. Tyto soubory můžou být přidruženy
v systému Microsoft Windows např. aplikací Microsoft Office PowerPoint.
Algoritmus spuštění prezentace zjistí, zda-li konkrétní systém podporuje takové
spuštění souborů a testuje akci Desktop.Action.OPEN. Jestliže je vše v pořádku,
může být soubor spuštěn. Následně probíhá start aplikace, které typ souboru
přísluší.
Programování metody spustPrezentaci() bylo úspěšné až na druhý pokus.
Napoprvé se pomocí Javového kódu podařilo spouštět konkrétní aplikace, a to díky
třídě Runtime. Nevýhodou bylo komplikované hledání aplikace příslušící danému
typu souboru a její následné spuštění (v systému Windows pomocí *.exe souborů).
Tento způsob nebyl příliš jednotný, co se týče jednotlivých operačních systémů.
Díky své univerzálnosti byla nakonec použita již zmíněná třída Desktop. Ta může
dát v budoucnu aplikaci nové možnosti využití. Např. otevření prezentací typu
*.pdf anebo jakéhokoliv programu, který chce uživatel ovládat.
3.2.6 Třída PPTPrezentace
Při správném načtení prezentace pomocí dialogového okna, což zajišťuje již
popsaná třída OtevreniPrezentace (viz podkapitola 3.2.4), je prezentace zpraco-
vána metodami popsanými v třídě PPTPrezentace. Principem je získat z otevřené
prezentace poznámky a následně je poslat klientovi. Získání takových poznámek je
pro Javu vcelku komplikovaná záležitost. Tuto problematiku ale vyřešila knihovna
POI společnosti Apache, která umožňuje práci s jakýmkoliv souborovým formátem
typu Microsoft Office [23]. Více informací poskytuje zdroj [22].
Ukázku konstruktoru třídy poskytuje následující zkrácený zdrojový kód. Jeho
hlavním smyslem je uložení poznámek do seznamu typu LinkedList<String>.
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public PPTPrezentace(String soubor) {
if (jePptx) {
// získá poznámky z *.pptx souboru
XSLFSlideShow slide = null;
XSLFPowerPointExtractor ex = null;
...
// objekt otevřeného slajdu
slide = new XSLFSlideShow(soubor);
...
// vytvoří extraktor pro získání obsahu ze slajdu
ex = new XSLFPowerPointExtractor(slide);
...
}
// získá poznámky z *.ppt souboru
this.poznamky = ex.getText(false, true);
...
// uloží získané poznámky do seznamu
ulozPoznamky();
...
}
Tento kód zobrazuje část pro extrahování poznámek z prezentací Microsoft
Office 2007 (soubory s příponou *.pptx). Analogicky je doplněna extrakce pozná-
mek prezentací starších verzí Office (soubory s příponou *.ppt). Pro tyto starší
verze se používá tříd (resp. konstruktorů) HSLFSlideShow (místo XSLFSlideShow)
a PowerPointExtractor (místo XSLFPowerPointExtractor).
Extraktor sice získá poznámky z prezentace, ale tento výstup je reprezentován
typem String (souvislý řetězec poznámek celé prezentace). Tudíž nelze přiřadit
jedné straně konkrétní poznámku. Proto vznikla metoda ulozPoznamky(). Její
algoritmus pracuje na principu, který hledá v souvislém řetězci tzv. oddělovací
znaky. V případě souborů *.ppt jsou tyto znaky v kódu Java uloženy do proměnné
oddelovaciZnak = "*". U souborů *.pptx pak oddelovaciZnak = "\n\n".
V následující ukázce kódu je zobrazena funkčnost získání jednotlivých poznámek.
Algoritmus běží ve smyčce a odebírá text mezi oddělovacími znaky.
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while (!text.isEmpty()) {
// pozice oddělovacího znaku v textu
pozice = text.lastIndexOf(oddelovaciZnak);
// uložení jedné poznámky do pomocné proměnné
pom = text.substring(pozice + 1);
// následné ochuzení textu o uloženou poznámku
text = text.substring(0, pozice);
// přidá poznámku do seznamu
seznam.add(pom.trim());
}
Výsledkem tohoto algoritmu je seznam, který obsahuje již oddělené poznámky –
jsou ale uloženy v obráceném pořadí. Toto je způsobeno odebíráním jednotlivých
poznámek z řetězce text od konce. Voláním metody prehodPoradiSeznamu()
vzniká konečný seznamPoznamek typu LinkedList<String>. Tento seznam obsa-
huje poznámky prezentace již ve správném pořadí. Číslo pořadí (−1) v seznamu
odpovídá číslu strany promítaného slajdu.
Tato třída byla naprogramovaná nad rámec zadání jako vylepšení aplikace.
Potenciálním využití třídy PPTPrezentace může být implementace do kódu třídy
PCServer. Ve funkční podobě by tak mohla klientská aplikace přijímat poznámky
z aktuálního zobrazení spuštěné prezentace a zobrazit je na displeji mobilního
zařízení.
3.2.7 Třída Text
Stejně jako v případě mobilní aplikace, i server využívá pro zpřehlednění kódu
třídu Text. Má stejnou funkci jako v případě klienta. Tzn. sdružuje konstanty
řetězců, ke kterým jednotlivé třídy přistupují staticky – viz následující ukázka
kódu (zobrazení chybového hlášení uživateli). Všechny dostupné konstanty textů
zobrazuje obr. A.2.
SystemTrayGUI.zobrazZpravu(
MessageType.ERROR,
Text.CHYBA,
Text.TRAY_PREZENTACE_CHYBA);
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3.3 Testování
Jelikož platformy Java SE a Java ME neumožňují vzájemnou interakci po-
mocí emulátorů, bylo nutné testovat server (spuštěný na PC) přímo s mobilním
zařízením. Testování spočívalo v navázání spojení klienta se serverem, funkčnosti
ovládání počítače pomocí klienta, správném zobrazení informací nebo chybových
hlášení a nakonec i k samotnému ovládání prezentací (taktéž klientem).
Pro zjednodušené testování komunikace a přenosu dat byly použity emulátory
Sun Java Wireles Toolkit [26]. Server byl transformován několika úpravami do
kódu Java ME. Následně se spustily emulátory jak serveru, tak i klienta – obojí
jako aplikace pro mobilní zařízení. Toto umožnilo zkvalitnění a hlavně celkovou
funkčnost Bluetooth připojení i následné komunikace.
Funkčnost serveru byla posléze ověřena s hardwarovým zařízením Bluetooth
v počítači, které komunikovalo s mobilním telefonem (v tomto případě Nokia E51).
Všechny žádoucí i nežádoucí stavy byly postupně vypisovány do konzole, respektive
na displej mobilního telefonu. Toto vedlo k usnadnění a ošetření všech chybových
hlášení, které můžou v aplikaci nastat. Aplikace se dá považovat za stabilní, neboť
funguje spolehlivě podle předpokladů.
Finální testování proběhlo jak na operačním systému Windows (Vista Busi-
ness a XP), tak i na OS Linux (distribuce Debian). Testováním bylo prakticky
ověřeno, že MobilniOvladaniPC je multiplatformní aplikace. A to i díky použitým
knihovnám.
3.4 Instalace aplikace
Minimální požadavky pro spuštění klientské aplikace na mobilním zařízení jsou
podpora Java profilu MIDP 2.0 a JSR-82 (Bluetooth API).
Serverová část vyžaduje pro spuštění na PC následující: Bluetooth hardware,
JRE nebo JDK (viz kapitola 2.2) s verzí alespoň 1.6 a software pro spuštění
prezentací typu Microsoft Office (1997-2007).
Instalace aplikace MobilniOvladaniPC v podobě klienta je velmi jednoduchá.
Je zapotřebí zkopírovat spustitelný soubor Klient.jar z umístění na přiloženém CD:
MobilniOvladaniPC\Klient\dist\, vložit jej do souborového systému mobilního
telefonu a v telefonu nainstalovat. Anebo tento soubor nainstalovat do telefonu
prostřednictvím softwaru dodávaného k danému mobilnímu telefonu.
MobilniOvladaniPC typu server nevyžaduje instalaci – stačí aplikaci spustit.
Před samotným spuštěním serverové části aplikace je vhodné si přečíst soubor
ctimne.txt s umístěním na CD: MobilniOvladaniPC\Server\dist\lib\. V tomto sou-
boru je popsáno, kde je možné stáhnout potřebné knihovny (včetně jejich verzí).
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Návod na použití knihovny Bluecove v Linuxu je dostupný na webu [27]. Poté
lze server spustit z příkazové řádky (terminálu): java -jar Server.jar anebo
přiřazením příponě *.jar příslušné JRE.
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4 ZÁVĚR
Cílem diplomové práce bylo naprogramovat funkční aplikaci pro vzdálené
ovládání počítače prostřednictvím mobilního telefonu v jazyce Java. Práce za-
hrnovala naprogramování serveru (Java SE) spustitelného na počítači a mobilního
klienta (Java ME).
Aplikace s názvem MobilniOvladaniPC je realizována pomocí již zmíněných
funkčních celků – klienta a serveru. Pro vzájemnou komunikaci využívají oba
standard Bluetooth.
Klientská aplikace představuje MIDlet spustitelný na mobilním zařízení podpo-
rujícím Java profil MIDP 2.0 a JSR-82. Tyto požadavky splňuje prakticky již každý
moderní mobilní telefon. Z programátorského hlediska klient pracuje s metodami
Bluetooth, které se i včetně protokolu RFCOMM (viz podkapitola 1.3.1) podařilo
implementovat přímo do kódu aplikace. Celý klient byl navrhován s ohledem na
paměťová omezení Java ME. MIDlet je díky této mobilní platformě paměťově ne-
náročnou aplikací s uživatelsky komfortním grafickým rozhraním. Použitím vláken
pro oddělení funkčních a zobrazovacích celků bylo dosaženo nepatrného zpoždění
při posílání příkazů serveru (např. plynulost pohybu kurzoru myši). Funkčnost
navrženého řešení byla odladěna v emulátoru (Sun Java Wireless Toolkit)
a následně testována na mobilním telefonu (Nokia E51). Tímto byly potvrzeny
všechny požadavky na klientskou část aplikace – spolehlivost, plynulost, přehled-
nost a schopnost komunikovat se serverem.
Serverová aplikační část běží na PC v oznamovací oblasti. Ke svému
ovládání používá kontextové menu. Po spuštění své komunikační jednotky čeká
na připojení klienta. Pomocí příkazů, které od klienta obdrží, umožňuje plné ovlá-
dání počítače, přičemž ovládání je zaměřeno především na poskytnutí komfortu
při prezentacích. Server ve svém kódu využívá sedmi tříd, které zaručují jeho
plnou funkčnost. Programování s využitím vláken přispělo k efektivnímu využití
systémových prostředků, což bylo znát díky krátké reakční době serveru při vy-
hodnocování algoritmů pro ovládání počítače. Ladění serveru probíhalo v převážné
většině na operačním systému Windows. Celá aplikace však byla navrhována od
počátku jako multiplatformní, proto byla komplexně otestována také na OS Linux.
Testy potvrdily, že aplikace je multiplatformní.
Výsledným produktem diplomové práce je plně funkční aplikace s názvem
MobilniOvladaniPC, která v testech prokázala, že dokáže zajistit bezproblémové
vzdálené ovládání počítače pomocí mobilního telefonu. Aplikace je jedinečná díky
kódu Java, který z ní tvoří multiplatformní aplikaci. Další výhodou je bezesporu
její snadná přenositelnost a spuštění bez nutnosti instalace.
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MobilniOvladaniPC představuje modulární aplikaci, jež může být pružně
přizpůsobována potřebám svých uživatelů. Aplikace se jeví jako perspektivní i pro
případné komerční využití.
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SEZNAM ZKRATEK
A2DP Advanced Audio Distribution Profile
API Application Programmig Interface
AVRCP Audio/Video Remote Control Protocol
BIP Basic Imaging Profile
BLC Bluetooth Link Controller
BPP Basic Printing Profile
CDC Connected Device Configuration
CIP Common ISDN Access Profile
CLDC Connected Limited Device Configuration
CTP Cordless Telephony Profile
DLL Dynamic Link Libraries
DUN Dial-Up Network Profile
EDR Enhanced Date Rate
FTP File Transfer Profile
FP Feature Pack
GAVDP General Audio/Video Distribution Profile
GEOP Generic Object Exchange Profile
GFSK Gaussian Frequency Shift Keyng
GOEP Generic Object Profile
GUI Graphical User Interface
HCI Host Controll Interface
HCRP Hard Copy Cable Replacement Profile
HFP Hands-Free Profile
HID Human Interface Device Profule
HSP Headset Profile
ICP Intercom Profile
IDE Integrated Development Environment
IEEE Institute of Electrical and Electronics Engineers
IMP Information Module Profile
IDE Integrated Development Environment
IP Internet Protocol
JDK Java Development Kit
JRE Java Runtime Environment
JSR Java Specification Request
JVM Java Virtual Machine
KVM Kilo Virtual Machine
L2CAP Logical Link Control and Adaptation Protocol
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LCD Liquid Crystal Display
LMP Link Manager Protocol
MIDP Mobile Information Device Profile
OBEX Object Exchange
OPP Object Push Profile
OS Operating System
PAN Personal Area Network
PC Personal Computer
PDA Personal Digital Assistant
PDAP Personal Digital Assistant Profile
PPP Point-to-Point
QoS Quality of Services
RAM Random Access Memory
RFCOMM Radio Frequency Communications Port
RMI Remote Method Invocation
ROM Read Only Memory
S60 Series 60
SDAP Service Discovery Application Profile
SDK Software Development Kit
SDP Service Discovery Protocol
SIG Special Interest Group
SPP Service Port Profile
SRC Source
SYNC Synchronization Profile
TCP Transmission Control Protocol
TCS-BIN Telephony Control protocol Specification – Binary
UDP User Datagram Protocol
UI User Interface
UID Unique Identifier
UUID Universally Unique Identifier
USB Universal Serial Bus
VDP Video Distribution Profile
WAP Wireless Application Protocol
54
SEZNAM PŘÍLOH
A UML diagramy 56
B Obsah CD 59
55
A UML DIAGRAMY
Příloha obsahuje diagramy tříd obou celků aplikace MobilniOvladaniPC. Na
tyto UML diagramy jsou kapitolách 3.1 a 3.2 uvedeny odkazy.
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Obr. A.1: Diagram tříd aplikační části klient.
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Obr. A.2: Diagram tříd serveru.
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B OBSAH CD
Na obr. B.1 je zobrazen přehled souborů, které obsahuje MobilniOvladaniPC.
Aplikace zahrnuje jak zdrojové Java kódy, tak i spustitelné a doplňující soubory.
Obr. B.1: Obsah přiloženého CD.
Aby nebyla porušena licenční ujednání, které vyplývají z licenčních smluv [28]
a [29], byly v souboru ctimne.txt (MobilniOvladaniPC\Server\dist\lib) upřesněny
informace o použitých knihovnách. Je zde také uvedený zdroj, kde lze knihovny
najít.
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