INTRODUCTION
Software development is a complex process that necessitates interactions between diverse individuals in different roles. These roles typically include end users, business analysts, systems analysts, designers, programmers, testers, and project managers. Interaction can occur between any two roles; and one of the most important interactions in software development process is between developers (a category that typically includes systems analysts, designers, and programmers) and testers (Cohen, Interpersonal conflict between developers and testers is inevitable and pervasive in software development process, given the inherent task and individual differences between them (Cohen et al., 2004; Simmel, 1964) . Prior research has focused on the conflict between end users and IS staff (Beath and Orlikowski, 1994; Ives and Olson, 1984; Robey and Farrow, 1982; Smith and McKeen, 1992; Yeh and Tsai, 2001) , and conflict among IS staff (Dos Santos and Hawk, 1988; Wang, Chen, Jiang, and Klein, 2005); however, little research has focused specifically on the conflict between developers and testers.
Prior research indicates that interpersonal conflict between developers and testers is likely to be negatively associated with software quality as well as job satisfaction of the conflicting parties (Barki and Hartwick, 2001 ; Cohen et al., 2004; Collins, 1986; De Dreu and Weingart, 2003; Jehn, 1995; Wang et al., 2005) . Software delivered with poor quality leads to unhappy end users, which in turn, may cause infrequent system use (Hwang and Thorn, 1999) , an indicator of system failure (DeLone and McLean, 1992 McLean, , 2003 . Job dissatisfaction is often positively associated with absenteeism, intention to leave, and actual turnover (Hulin, 1990; Jehn, 1995; Jehn, Rupert, and Nauta, 2006; Maslach, Schaufeli, and Leiter, 2001) . Given the link between job dissatisfaction and turnover, it is especially important to study developer-tester conflict due to the current and projected shortage of IT talent (Luftman, 2008) . It is also critical that IS researchers and practitioners thoroughly understand the sources of developer-tester conflict so that appropriate actions can be taken to mitigate its overall negative impact, which often leads to organizational ineffectiveness and inefficiency (Rahim and Bonoma, 1979 ).
This research attempts to understand the nature of developer-tester conflict. In particular, it addresses one major research question: What are the sources of interpersonal conflict between developers and testers in software development? This paper is structured as follows: First, we provide a review of related work. Next, we describe the research methodology. We then present results, concluding with a discussion of findings as well as implications for research and practice.
RELATED WORK
This section reviews previous work related to the sources of interpersonal conflict. It starts with an overview of general literature on interpersonal conflict antecedents, then proceeds to software development related literature, and finally ends with literature related specifically to developer-tester conflict.
Overview of Interpersonal Conflict Antecedents
"Conflict is a process in which one party perceives that its interests are being opposed or negatively affected by another party" (Wall and Callister, 1995, p. 517) . Conflict can occur at five different levels, including personal, interpersonal, intergroup, interorganizational, and international (Deutsch, 1990) . In this study, we focus on conflict at the interpersonal level, in which an individual is in conflict with other individuals (Wall and Callister, 1995) .
Antecedents of interpersonal conflict can be sorted into two broad categories: Individual characteristics and interpersonal factors (Wall and Callister, 1995) . Individual characteristics that contribute to interpersonal conflict include personality (Baron, 1989) , values (Augsburger, 1992) , goals (Coombs and Avrunin, 1988; Pruitt and Rubin, 1986 ; Wong, Tjosvold, and Lee, 1992), commitment to position (Wall and Callister, 1995) , stress and anger (Derr, 1978) , and desire for autonomy (Wall and Callister, 1995) .
Interpersonal factors known to contribute to interpersonal conflict include perceptual interface, behavior, communications, structure, and previous interactions (Wall and Callister, 1995) . Perceptual interface involves belief about another's intentions or motivations, regardless of accuracy (Kaplowitz, 1990) . Conflict arises when the other is perceived to have goals or intentions incompatible with one's own goals or payoffs (Pruitt and Rubin, 1986; Winter, 1987) , to violate norms of equity or fairness (Aram and Salipante, 1981; Wall and Nolan, 1987) , or to harbor harmful intent (Wall and Callister, 1995) . In contrast, behavioral factors speak to actual harmful effects: Blocking of one's goals, or control attempts by the other (Alter, 1990) ; the threat or actual loss of power caused by the other (Blalock, 1989; Fagenson and Cooper, 1987 (Wong, 2005) .
The software testing process is inherently adversarial, setting the stage for inevitable developer-tester conflict. The role of the tester is to surface flaws and errors in developers' code (Cohen et al., 2004; Parkin, 2001) . It is a type of systemic conflict that develops as a result of lateral working relationships (Pondy, 1967) . Tensions may arise between developers and testers because "they often have different and even divergent goals that are difficult to synthesize" (Sawyer, 2001 , p. 160).
Software developers and testers are very different from each other in terms of mindsets, goals, experiences, and perceptions of their relative importance (Cohen et al., 2004; Pettichord, 2000; Rothman, 2004) . First, developers and testers often have different mindsets, as developers always think in terms of "building" something, whereas testers devise means of "breaking" what developers build. Second, developers and testers typically have distinct goals due to the difference in their job functionality. Developers usually seek to maximize "efficiency," that is, to get the work done with the least amount of effort; for example, building the same functionality with the least number of lines of code or in the shortest amount of time. In contrast, testers usually seek to maximize "effectiveness," that is, to deliver the end product with the best quality. Third, developers and testers may differ in work experience; for instance, it is not uncommon that more seasoned developers work side-by-side with less experienced testers. And finally, developers and testers may have different perceptions of their relative importance in the organization; for example, testers often feel that they have to constantly work to gain the same level of respect as that of developers (Cohen et al., 2004) .
Individual characteristics testers identified as differentiating them from developers align with Wong's (2005) findings on developer-user value divergence. Testers described themselves as compulsive and detailed while characterizing developers as creative, temperamental, and apt to personalize their code, reacting to error detection as if to personal criticism. These tendencies find expression in work orientation: Testers focus on compliance with user requirements while developers look for ways to exploit the technical possibilities, sometimes violating specifications in the process.
Pettichord (2000) provides a unique way to show that testers and developers are different by comparing a list of twelve traits that make good testers and developers. To summarize the traits, good testers are expected to have broad knowledge of many domains, learn new things quickly, focus on user needs and behavior, think empirically, and concentrate on reporting problems. In contrast, good developers are expected to have specialized knowledge of product internals, gain understanding of new things slowly but thoroughly, focus on system design, think theoretically, and concentrate on understanding problems.
By analyzing in-depth field interviews with ten software testing professionals, Cohen et al. (2004) categorized the sources of conflict between developers and testers into three conflict layers comprising the software testing process, people, and organization. Some of the conflict sources are: (1) Developer and tester competition for the scarce resource of project time, (2) Testers focusing more on user requirements whereas developers focusing more on technical requirements, (3) Differences in tester vs. developer "mental process and personality attributes" related to the process of software development, and (4) These findings are both interesting and informative. However, the study has three limitations: (1) The interviewees were all testers, which makes it very likely that only one side of the story was covered, (2) The research lacks a theoretical basis, which makes it difficult to advance knowledge in the conflict domain, and (3) The findings are not backed up with quantitative data, which makes it hard to assess their reliability and validity. These limitations suggest that additional studies are needed. Accordingly, we posed the following research question for an exploratory study to build upon Cohen et al. (2004) : What are the sources of interpersonal conflict between developers and testers in software development? Although we are not able to address all the limitations mentioned above in this preliminary study, we plan to do so in future studies.
RESEARCH METHODOLOGY
The purpose of this exploratory study is to build upon the work of Cohen et al. (2004) to construct a conceptual framework for subsequent empirical research. Accordingly, we used a qualitative approach to address our research question, utilizing content analysis techniques consistent with guidelines established by Krippendorff (1980) and Neuendorf (2002) .
By analyzing developer-tester conflict scenarios collected from both code developers and testing professionals, a key limitation of the earlier study is addressed.
Samples and Data Collection
Data was collected from a convenience sample of participants enrolled in a week-long system testing training course developed for employees of a large, globally branded company. The sample is a good fit for this study for the following reasons:
1. All research subjects are employed by a single organization subdivided into functionally specialized units including software development, and QA (quality assurance). Automated tools are routinely used for both detailed application design and software testing.
2. As participants in training designed specifically to teach testing skills, all research subjects are likely to be actively engaged in either software development, QA (software testing), or both.
3. Most course participants were either code developers or software testing professionals; the remainder work directly with development teams as either business analysts or IS managers.
Written conflict scenarios were collected in the following manner: Immediately after completion of the "conflict and conflict management" training module, the course instructor asked each participant to provide a written description of a software development conflict experience, including information about the issues involved and reactions of both parties.
Data Analysis and Categorization
First the original hand-written conflict scenarios were transcribed into an MS Word file. Soft copies of the transcript were then distributed to two persons meeting the cognitive and educational criteria for review and categorization of scenario content: (1) A doctoral student very familiar with the information systems development interpersonal conflict literature, and (2) A developer with a master's degree but no past experience interacting with testers and little knowledge of the interpersonal conflict literature. These two independently analyzed the transcripts, categorizing each according to a schema based on Cohen et al. (2004): Software testing process, people, and organization.
To ensure intercoder reliability, the categorized scenarios were then reviewed and validated by a senior MIS faculty member actively involved in the system testing training program. The results presented below were synthesized from these three input sources. Divergence of opinion regarding categorization of a conflict scenario was resolved by majority rule.
RESULTS
Sixty-four conflict scenarios were collected. Of these, fourteen were discarded after initial analysis due to irrelevancy; i.e., they are not related to developer-tester conflict. The remaining fifty scenarios were sorted according to reported sources of developer-tester conflict. Although initially guided by the "software testing process, people, organization" schema described by Cohen et al. (2004) , scenario analysis resulted in development of an alternative three-category conceptual structure that provides a better fit for the data: Process, people, and communication. Figure 1 depicts the relationship between the three as a layered subset structure in which each constrains or influences the category or categories contained within it: (1) "Process" provides an organizational context for software development and is therefore depicted as the outermost layer; (2) "People" is contained within process because when enforced, process constrains individual and group behavior; and (3) "Communication" is the third layer because it is a key component of human behavior and thus a function of, and contained within, the people layer. This structure is intuitive and experientially supported. Working from the bottom up, project team communication is performed by people, whose choices of when, how, and what to communicate are constrained and guided by established process. Reversing direction and starting with the top layer, process directly influences team behavior (people) and thus indirectly influences the nature, frequency, content, direction, and effectiveness of communication.
Figure 1. Three-Layer Conflict Model
The three layers or categories were then further divided into nine subcategories based on recurring themes or keywords (see Table 1 for detail). Following is a presentation of findings in a category-subcategory-example format.
Process (documentation).
Conflict arises when testers fail to provide adequate documentation so that developers can understand what is wrong, and how to reproduce the error.
Process (procedure).
Some of the reported developer-tester conflicts are related to procedure. They include: (1) Tester opened a change request (CR) without thorough consideration, (2) Developer provided an incorrect version of code to testers for testing, (3) Developers and testers don't know the process or don't follow it correctly when a CR is opened, (4) Developers fix defects without properly documenting the code changes, (5) Developers and testers fail to involve third parties whose participation is needed for conflict resolution, (6) Testers ask developers to change requirements after code completion, and (7) Developers access the test environment without invitation or clearance from the test organization.
Process (resource). Cohen et al. (2004)
noted that developer-tester conflict arises when developers and testers compete for scare resources; two commonly reported factors in the general conflict literature are budget and time. In accordance with this observation, one scenario reports conflict that resulted from failure to include testing in the project budget. Another notes that last minute requirements changes and resulting delays in development squeezed the testing schedule.
Process (standards).
Finally, lack of code standards or divergence in standards expectations may cause conflict between developers and testers. For instance, testers may use testing methods that make assumptions about the code while developers code according to the detailed design, not taking code standards or testing expectations into account.
People (attitude).
Developers and testers have strong negative attitudes toward each other. One scenario describes a developer who holds such a low opinion of testers that he will not offer any suggestions, leaving them to work without the benefit of his support and expertise. In another scenario, a tester is said to derive negative enjoyment from finding errors in developers' code. A third case describes a heated argument during a code review, in which a tester stated to the developer that 
Developers provided incorrect version of code to testers. (46) Developers and testers don't know the process or don't follow it correctly when a CR is opened. (9) Developers fixed some defects without properly documenting what they did. (15) Failed to involve third party responsible for the problem. (27) Tester asks developer to change requirements after code is complete. 
Developers question testing organization's metric for testing. (33) Code personalized: During a heated argument with a tester, a developer is told that "your code" has such and such defects. (49) Developer who has a low opinion of testers. (57) What's wrong? Testers say it is a logic error in the code; developers say it's a data issue. The purpose of this study was to identify sources of interpersonal conflict between software developers and testers. Results indicate that developer-tester conflict antecedents fall into three major categories: Process, people, and communication. In particular, developers and testers experience conflict primarily because: (1) They don't have standardized procedures to follow, (2) they have distinctive attitudes, views, foci, and knowledge bases, and (3) they don't communicate effectively or efficiently.
Comparison of Two Models
Our research focus and data analysis were significantly influenced by Cohen et al. (2004) so it is instructive to compare methodology and results between the two studies. In both a qualitative approach utilized open-ended questions to gather information about conflict experiences from professionals involved in software development projects. While Cohen et al. conducted in-depth field interviews with ten software testing professionals, we collected fifty written conflict scenarios from both testers and developers. Based on their analysis, Cohen et al. (2004) constructed the three-layer conflict model depicted in Figure 2 below. Similar to our process layer (Figure 1 ), "organization" appears to function as a contextual base for the remaining layers; but in contrast to our model "software testing process" is contained within "people" and communication is not featured as a major conflict source.
We believe that both our data (in terms of sample size and characteristics) and more particularly, our model represent a significant advance from the departure point provided by Cohen et al. (2004) . Although small sample size is not a serious flaw for exploratory studies, our fifty written scenarios from both developers and testers employed by an industry leading company compare favorably with the earlier study's interviews with ten software testers only. Regarding model construction, Cohen et al. (2004) do not provide a rationale for the apparent ranking of their three conflict layers (Figure 2 ) or the nature of the relationships between them, nor are the conceptualizations informing the arrangement readily inferred. While "organization" (layer 1) appears to function legitimately both as a major conflict source and as an overall context within which team conflict arises, positioning of the other two layers is problematic because experientially, it is difficult to support the assertion that "software testing process" (layer 3) is primarily a function or subset of "people" (layer 2). Rather, people act (or fail to act) in compliance with process, a key organizational feature. Nor is it inevitable that formal process will be significantly altered if the people assigned to a project are replaced; the usual expectation is that process will remain relatively stable regardless of team composition. This suggests that the ranking should be altered so that "software testing process" functions as the second layer, contained by "organization" (layer 1) while constraining the behavior of "people" (layer 3). Our findings also have important implications for practice. Accurate identification of potential conflict sources enables development managers and technical leads to proactively target management strategies, preventing dysfunctional conflict from developing, or intervening before it can escalate and damage project outcomes, software quality, and ongoing working relationships. Despite differences in methodology and conflict layer modeling, commonalities between our results and those Lyytinen (1987) noted the change-inhibiting effects of prevailing IS social arrangements, suggesting improvements in administrative models and IS processes to enable more flexible interaction and negotiation. With reference to the conflict antecedents described above, this could include procedural innovations to address flaws such as poor process fit or inconsistent process compliance, poorly defined team roles, lack of unified cross-functional authority structures, and the like. Process tools can also target communication with clearly delineated responsibility for reporting, statusing, decision documenting, and information distribution, while clarity and unity of vision is enabled by adopting standards and technology to achieve on-demand information access. In addition, training, mentoring, and formal policy can support more effective people management and negotiation behaviors.
Limitations
The study has several limitations. First, it is based on a convenience sample, limiting the generalizability of our findings. Second, the sample size is relatively small (fifty useable conflict scenarios), making it difficult to quantify the validity of the findings; however, this is not a serious concern with an exploratory study which does not attempt theory testing.. Third, it didn't differentiate conflict sources specified by developers from those described by testers, which would have enabled response comparisons. And finally, it didn't collect standard control data (e.g., age, gender, tenure, education, etc.) that would support identification of sub-constituencies within the developer and tester groups, or of demographic differentials that could interact with other conflict factors in the software testing context. All of these limitations will be addressed in subsequent studies.
Further Studies
Further studies are planned that will take a more systematic approach to collecting conflict scenarios, with a combined openended / structured online questionnaire administered via surveymonkey.com. We will distribute the survey link to potential respondents representing two key stakeholders in software development, i.e., developers and testers. Our targets are a minimum of 200 developers and 200 testers. Each respondent will be asked to describe a personal developer-tester conflict experience. Questions will include: (1) What was the issue that caused the problem? (2) Who was involved in the conflict? (3) How did you react; how did the other party react? (4) Was the conflict escalated to management level? (4) Was the conflict resolved; if so, how and who was involved in the resolution? (5) How often does this type of conflict occur? We will also collect demographic data for the purpose of providing descriptive statistics for the sample and testing for potential control variables. When data collection is complete, we will analyze the survey responses to identify and categorize sources of conflict, comparing the perceptions of developers and testers in a structured, easy-to-understand, and easy-to-communicate way.
CONCLUSION
Interpersonal conflict between developers and testers is an ubiquitous phenomenon in software development. It can develop from factors associated with three major contextual layers -process, people, and communication. Although complete elimination of developer-tester conflict is impossible, overall software development effectiveness and efficiency can be greatly improved if conflict is managed at the source. To fulfill this goal, the first step is to clearly identify and thoroughly understand the sources of conflict. Our preliminary results have demonstrated the utility of this approach. 
