ABSTRACT This paper presents a simple but efficient way to numerically calculate the inverse displacement problem of calibrated decoupled 6R serial robots. The method is iterative and works with any type of calibrated robot model, such as level-3 models, since it requires no algebraic computation and no resolution of high-order polynomials, only the computation of the forward displacement problem of the calibrated robot model and the inverse kinematics of the nominal robot model. The method proposed can find up to eight possible solutions for a given end-effector pose. A numerical example is presented, with one million arbitrary endeffector poses of a level-3 calibrated ABB IRB 120 robot. The computation time for solving the inverse problem is analyzed, and in most cases is found to be only four times the time needed to calculate the nominal inverse kinematics and the calibrated direct kinematics. Furthermore, the method is fast enough to be implemented directly into the robot controller using the RAPID programming language.
INTRODUCTION
Solving the inverse kinematics of a decoupled 6R serial robot is relatively straightforward, and is generally achieved using analytical methods [1, 2] (closed-form solution). However, solving the inverse displacement problem (IDP) of such a robot when calibrated with a so-called level-2 model (only geometric errors considered) or, even worse, a level-3 model (where non-geometric errors are also considered), is much more complicated, and requires numerical methods [3] [4] [5] [6] .
It is well known that up to sixteen solutions can be found by solving the IDP of a general 6R serial robot. However, such a complete solution requires substantial computing time [7, 8] and is not suitable for real-time computation. As a result, researchers usually prefer to use practical numerical approaches [9] . Ways to efficiently calculate the IDP have improved considerably since the first attempts to solve the IDP [10] ; however, the most recent works [11, 12] still require the solution of a univariate polynomial of degree 16 .
An example of level-2 calibration is given in [13] , where a camera is mounted on the robot to perform a closed-loop calibration. Unfortunately, the authors do not mention how they solve the IDP. It becomes even more complicated for level-3 models, due to the presence of non geometric parameters, such as compliance coefficients or thermal expansion coefficients. Depending on the complexity of such a model, a numerical method might often be the only way of solving the inverse problem.
Numerical methods can be divided into three types [5] : (1) Newton-Raphson methods, (2) predictorcorrector type algorithms, and (3) optimization techniques using the formulation of a scalar cost function. Examples of the first type can be found in [14] , where a modified Newton-Gauss method is used. These methods involve the computation of the Jacobian matrix. A comparison between Newton-Raphson methods and predictor-corrector-type algorithms is provided in [15] , where the authors conclude that the latter are faster.
An example of a predictor-corrector algorithm is given in [16] . This type of method often requires a large number of iterations, and does not always converge. Some of these algorithms also require computation of the Jacobian matrix, like the algorithm proposed in [17] , which combines a predictor-corrector type of algorithm with a least-squares optimization technique, or the closed-loop method [6] where the inverse kinematic problem is solved as a control problem for a simple dynamic system. However, optimization techniques are usually complex, and several iterations are needed to achieve a solution.
Two approaches for level-2 calibrations are proposed in [4] using the nominal inverse kinematics. However, the solution becomes complex when the number of error parameters increases. The resolution of a nonlinear programming problem is divided into two phases in [18] for greater efficiency.
Finally, [5] greatly reduced the amount of computing time needed to solve the inverse problem, by calculating a so-called pose shift by iteratively adding and subtracting computed poses based on a truncated-series expansion of the desired pose. However, we realized that their method could be further improved by using pose multiplications based on a geometric principle, instead of adding and subtracting the poses of the truncated-series expansion of the desired pose. This paper presents a new type of numerical solution: a geometrical and iterative method which incrementally approaches the final solution at each iteration. Like the method proposed in [5] , our method does not need computation of the Jacobian matrix or derivatives of any kind. From the sixteen possible solutions to the IDP of the calibrated robot, up to eight can be obtained, and the new method only needs the forward displacement model of the calibrated robot model and the nominal inverse kinematics solution of the nominal robot model.
Although our iterative method works with any decoupled 6R serial robot and any calibration model, our numerical example is based on an ABB IRB 120 robot calibrated using a typical level-3 model. These models are presented in Section 2. The method proposed for solving the inverse problem is then detailed in Fig. 1 . One of the identification configurations used for calibrating the ABB IRB 120 industrial robot. Section 3. Section 4 presents extensive analyses of the performance of our method, as well as one of those proposed in [5] , for one million end-effector poses. Conclusions are presented in Section 5.
ROBOT MODEL
An ABB IRB 120 robot is used as an example in the validation of our method (Fig. 1 ). This robot does not have the Absolute Accuracy option (the robot calibration provided by ABB), and was calibrated by us using a Faro laser tracker (not shown in Fig. 1 ) and a special triangular end-effector made of steel, with three 0.5 in. spherically-mounted reflectors (SMRs) [19] . The maximum position error at any of the three SMRs when using the nominal kinematics is nearly 5 mm. After calibration, that error is reduced to less than 1 mm.
The calibration model consists of 31 error parameters: 6 parameters to locate the robot base frame, 20 geometric parameters modeling the robot kinematics (4 Denavit-Hartenberg modified parameters for links 2 to 6) and 5 compliance parameters (for joints 2, 3, 4, 5, and 6).
Stiffness Model
A five-parameter model is used to represent robot elasticity. This model takes into account the elasticity of the gearboxes of joints 2, 3, 4, 5, and 6 (one parameter per joint). The elasticity in each gearbox is modeled as a linear torsional spring (about the joint axis), so this parameter represents the effective constant compliance c i of each joint i. Traction and compression effects are neglected, as are the torsional effects perpendicular to the joint axis. We did not consider a compliance parameter to model the flexibility of joint 1 because the axis of this joint is always vertical.
Torques are calculated according to link and tool mass, which apply a torque to each motor due to the gravity effect (only static errors are modeled, and no other external force is applied). The deformations are supposed to be small enough so that we can apply the superposition principle and neglect beam foreshortening. ABB provided us with the weight and center of gravity of each link for the ABB IRB 120 robot. The center of gravity of the end-effector is obtained from its CAD model. Figure 2 represents an arbitrary configuration of the robot arm for joints 2 and 3. This configuration can be considered as two generic links (consecutive or non consecutive). Although the 3D space is taken into account, the figure simplifies the representation in a vertical plane.
Torques are calculated recursively from joint 6 up to joint 1, so, for example, joint 5 is affected by link 5, link 6, and the tool, joint 4 is affected by links 4, 5, 6, and the tool, and so on. Actually, the tool mass and its center of gravity can be combined with link 6, as they do not move with respect to one another, and so this recursive method already includes the tool.
The gravity vector seen by joint i corresponds to
where
if b > a. Then, the gravity force of link j seen by link i can be found as
We can also find the center of gravity of link j with respect to the coordinates of frame i, c i j if we know the center of gravity of link j with respect to the local coordinates, c j
where H i j is the identity matrix if i = j. Once we have calculated all the combinations where i ≤ j, we can calculate the torque supported by each joint
where τ i,link j is the contribution of the torque supported by joint i caused by link j
In our case, we took into account the gravity forces due to the masses of links 2, 3, 4, and the tool. We neglected the masses of links 5 and 6, as they are relatively small. Table 1 . Pose of the base frame with respect to the world frame with six error parameters (parameters α, β , and γ are the Euler angles according to the XY Z convention).
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Complete Robot Model
Our level-3 robot model corresponds to a complete kinematic calibration of the robot, including the base and the end-effector, and five parameters related to the stiffness of the gearboxes of joints 2, 3, 4, 5, and 6. Tables 1 and 2 summarize all 31 error parameters. The DHM (Denavit-Hartenberg Modified) model used is the one described in [1] , which can be represented as
and
for i ≥ 2, constitute the homogeneous transformation matrix representing the pose of reference frame Φ i with respect to reference frame Φ i−1 , A world 0 is the transformation matrix representing the pose of the base frame Φ 0 with respect to the world frame Φ world , and A 0 1 is the transformation matrix representing the pose of reference frame Φ 1 with respect to the base frame.
INVERSE DISPLACEMENT PROBLEM
The proposed iterative algorithm is a geometrical approach that uses a shifted pose error. Briefly, this pose error is the difference between a desired pose, H d , and the approximated pose, H approx , obtained by computing the forward displacement problem of the calibrated model for the joint variables (q approx ). The joint variables are the nominal inverse kinematics solution of a shifted pose, H fake , which is calculated at each iteration. The desired pose H d is always imposed numerically and it is the position where we would like to place the robot end effector with respect to the robot base. This so-called fake pose accumulates the pose errors of the previous iterations. As the algorithm evolves, H approx gets closer to the desired pose H d , these two poses are related by a pose error H e . The algorithm is stopped when an error tolerance is achieved for H e .
For simplicity, the expression T 6 is defined as the analytical forward kinematic model (using the nominal parameters), which depends on the joint variables (q)
Defining T A6 as the forward displacement model of the calibrated robot (where the index A stands for "actual", closer to the real behavior), which depends on the joint variables, q, and the identified error parameters, we have once again
If we want to find the inverse solution for a desired pose H d , which represents the pose of frame 6 with respect to the robot base frame, we must proceed with the following steps of the iteration k:
A. Set k = 1.
B. Calculate the vector of joint variables q approx,1 , by solving the inverse kinematics of the nominal robot model at pose
C. Calculate the first pose shift as H approx,k = T A6 (q approx,k ).
D. If the error between H approx,k and H d is smaller than the tolerance error, we take q approx,k as the joint solution of the calibrated model for H d ; otherwise, we increase k and we continue with the following steps.
E. Calculate the fake pose using the following equation (H fake,1 = H d )
F. Find the vector q approx,k using the nominal robot model, i.e. using the algebraic inverse kinematics solution [1] [2] for H fake,k (closed-form solution).
G. Go back to step C.
The block diagram of this algorithm is shown in Fig. 3 , where IK stands for the inverse kinematics of the nominal robot model. Figure 4 illustrates the iterative approach for iteration k.
The core of the algorithm remains in step E, which calculates the fake pose that will find a better configuration of the robot joints at every iteration. This method differs from [5] in that the fake pose is calculated using matrix multiplications instead of additions. The main advantage is that a pure homogenous pose is obtained as a result. Referring to Fig. 4 , we can see the geometric principle of the algorithm: the fake pose H fake,k+1 is obtained as the pose shift between the desired pose H d and the approximate pose H approx,k , added to the fake pose of the previous iteration H fake,k . Figure 4 could be seen as the second iteration (for the first iteration H fake,1 = H d ).
The error between H approx,k and H d takes into account the position error and the orientation error, and is defined in [20] 
where x e , y e , and z e are the components of the position error and r e1,1 , r e2,2 , and r e3,3 are the diagonal elements of the rotation matrix representing the orientation error. Note that for iteration k, the pose error is Finally, we used p = (180/π) mm/ • for our tests, so that the same importance is attributed to both 1 mm and 1 • (cos −1 returns the angle in radians). For some robot configurations, it can happen that the algorithm does not behave as expected. For example, there may be no solution after a certain number of iterations because we are too close to an elbow singularity. In the results section, we tagged these configurations as "unstable" and their behavior is studied in detail. A robot configuration is considered to be unstable if any of the three following conditions apply: (1) the resulting assembly mode for any iteration is different than the desired one (i.e., elbow-up vs. elbow-down), (2) the error increases or (3) the algorithm reaches ten iterations.
RESULTS
To experimentally test convergence, we used one million end-effector poses to numerically compute the inverse solution of our calibrated ABB IRB 120 industrial robot. Each end-effector pose is calculated by a random configuration of robot joints. The random configurations are equally distributed in the joint space, which means that for every configuration, a random joint angle set is chosen between the robot joint limits. The real robot is not used anytime to perform this tests. From each configuration, the modified forward kinematics is calculated obtaining a pose. Our inverse algorithm is applied to each of these poses. The goal is to obtain the joints that were used to generate every pose, so the final configuration must be the same. The algorithm can find up to eight solutions, however, it would take eight times longer to compute with respect to the presented results (the final configuration must be chosen after the first iteration).
It is important to note that, although it might appear that we deliberately chose a small robot to test our method, this particular robot is actually less accurate (before calibration) than a much larger industrial robot. Indeed, the ABB IRB 120 robot presented a maximum position error of about 5 mm before calibration. This error was reduced to less than 1 mm after calibration.
Our algorithm was implemented in MATLAB using mex functions to improve the algorithm speed. Although MATLAB is known to be relatively slow, our goal was not to obtain the solution as quick as possible, but to evaluate its convergence and find the average number of iterations needed to reach the solution for a given tolerance. MATLAB's profile function was used to track the time spent on each task.
We computed a maximum of 10 iterations for each of the end-effector pose. The position and orientation errors were stored for each iteration. Other information regarding the stability of our algorithm was also stored.
To decide when to stop iterating for one robot configuration, we can force the algorithm to stop when the error function reaches a certain numerical tolerance. Taking into account that the unidirectional repeatability of the ABB IRB 120 robot is 0.010 mm, we considered that it was more than sufficient to use a numerical error tolerance of E = 0.001. Table 3 shows the average and the standard deviation of the position and orientation errors at each iteration for which E < 0.001. For every iteration, if E < 0.001, the configuration is considered to be stable and the algorithm is stopped; if any of the unstable conditions apply, the configuration is considered unstable and the algorithm is stopped; otherwise, the algorithm keeps iterating. For the one million configurations tested, 94.43% were found to be stable. Table 3 also shows the number of configurations that become unstable for each iteration.
We found that up to four iterations were enough in most cases (94.65%) to obtain a result. From this table, we can also calculate the average number of iterations needed, which is about 3.28 (the standard deviation being 1.24 iterations). After eight iterations, the position and orientation errors are negligible.
Using MATLAB's profile function, we can display the time spent for each step of the algorithm presented in Fig. 3 (with their respective tags) in Table 4 . As we can see from Table 4 , solving the forward displacement problem of the calibrated robot model and the inverse kinematics of the nominal model accounts for 88.3% of the total computation time (tag C plus tag F). We can conclude that the time needed to calculate the inverse solution is about four times the time needed to calculate the nominal inverse kinematics plus the forward kinematics of the calibrated method. Also, it takes 21 µs to compute the nominal inverse kinematics by itself; however, when used in combination with the iterative inverse algorithm the effective computation time is improved. Surprisingly, the time needed to calculate the forward displacement problem of the calibrated model takes longer than that needed to solve the inverse kinematics of the nominal model. This is because of the calculation of the joint torques, which, as explained in Section 2, is based on an iterative algorithm that takes into account every link mass and the direction of gravity.
The time needed to run the algorithm for a given pose was 64 µs on the average with 16 µs as standard deviation. All computation times were obtained using a PC with an Intel i7 processor running one single thread.
A study of the 55,682 unstable configurations revealed that they were all close to at least one of the three types of singularities [21] (also, see http://youtu.be/zlGCurgsqg8): (1) an elbow singularity with the arm extended with θ 3 close to -76.95 • (94% of the unstable configurations), (2) a wrist singularity with θ 5 close to zero (6% of the unstable configurations) and/or (3) a shoulder singularity with the center of the robot wrist lying close to axis 1 (2% of the unstable configurations).
Since 94% of the unstable configurations were close to an elbow singularity, these were studied in greater detail. Figure 5 shows a histogram for these configurations with respect to angle θ 3 . Note that at θ 3 = −76.95 • , joint 3 should rotate more than 10 • for an end-effector deviation of about 5 mm (the maximum nominal error for our robot). Configurations that were additionally close to a shoulder singularity or a wrist singularity are displayed in black and light green respectively (i.e., the top two parts of each bar in the histogram). In addition, the configurations that had an error E > 0.001 mm are shown in light red (i.e., the bottom part of each bar in the histogram).
We can see that the closer we get to the elbow singularity, the more chances that we have to find an unstable configuration. We can also see that the histogram highlights two peaks. This result is expected since the calibration of a decoupled robot turns it into a coupled robot. Finally, we found that the configurations having an error E > 0.010 mm are less than one third of the unstable configurations (15, 623) .
If we perform the same test, with the same robot configurations, the same robot model and the same error tolerance (E = 0.001), using the method described in [5] , we obtain the results shown in Table 5 .
Overall, the number of iterations needed to compute the inverse algorithm is slightly higher. The mean number of iterations is 3.36 and the standard deviation 1.34. In addition, slightly more configurations are found to be unstable. However, the distribution of unstable configurations with respect to singularities in the nominal robot model is very similar to that in the case of our algorithm.
The time needed to run the algorithm for a given pose was 65 µs on the average with 17 µs as standard deviation, which is slightly more than in the case of our algorithm.
We also tested both algorithms in the case of an ABB IRB 1600-1.45/6 industrial robot [22] with one million configurations. The number of iterations needed (average plus three times sigma) to reach a numerical stability of 0.001 mm was 4.39, using our algorithm, and 4.66, using the algorithm presented in [5] . The unstable configurations were 9,496 and 10,253, respectively. This industrial robot presents a mean position error of 0.968 mm before calibration, and 0.364 mm after calibration.
Finally, different numerical error tolerances E were tested (ranging between 0.0001 and 0.01) with both methods and both robots, and in all cases, our method was found to be slightly more stable and faster.
The results presented in this section are based in one calibrated model. We repeated the same analysis using 10,000 different random models in 10,000 different configurations (using the same set of joints per Table 5 . Stabilization using the inverse displacement algorithm proposed by Chen and Parker [5] . model). The standard deviation of the error parameters used to generate the random models was chosen so that an average of 3.2 iterations was needed to compute the inverse algorithm. The number of the unstable configurations was 9.2% less on average compared to [5] . The number of unstable configurations varied from 1% to 8% among the total 10,000 configurations for our method. On the other hand, the number of iterations to compute the inverse algorithm was improved by only 0.13 iterations on average.
CONCLUSION
The method presented for solving the inverse displacement problem was found to reach numerical stability after only 3.28 iterations, on average, using a very tight numerical tolerance of 0.001 mm. The computational time for this novel algorithm is about four times the time needed to calculate the inverse kinematics of the nominal robot model plus the forward kinematics of the calibration model. Furthermore, our method is relatively simple, and can even be implemented directly into the controller of a commercial industrial robot. For example, we were able to implement the complete procedure for computing the fake targets in ABB's RAPID programming language. As a result, although the user still needs a separate PC to run the identification software, filtering the so-called "robtargets" can be performed online, and the process will be transparent to the user. In contrast, Nikon Metrology, for example, offers separate robot calibration software packages, one for the identification (Rocal ID) and another for the filtering (Rocal RT), and they are both PC-based. Furthermore, the filtering package alone costs more than US$13,000.
Our method can also provide up to eight solutions (though this would require eight times the computational time), this is obvious since these solutions correspond to the eight different modes of assembly (robot configurations) that can be analytically found during the first iteration. In this case, we only need one solution, as, after the first iteration, we have a choice of up to eight approximate solutions. At this time, one of these solutions must be chosen, knowing that the final solution will be close to the one selected. This is why our method cannot work when the nominal robot model is in a singular configuration, but it may work well in proximity to such a configuration. If we want more solutions, the iterative method must be repeated for every additional solution desired.
As previously mentioned, our method is similar to the one proposed by Chen and Parker [5] . However, our algorithm is based on a geometric principle instead of a truncated series approximation of the desired pose. It was also found to be slightly faster and more stable. Indeed, the method proposed in [5] is more unstable close to singular configurations, since 58,624 configurations were found to be unstable (vs. 55,682 using our algorithm). In addition, since this method is based on an iterative first order approximation of each component of the homogeneous transformation matrix representing the desired pose, the calculated fake pose is not homogeneous for each iteration. As a result, computing the nominal inverse kinematics of this fake pose sometimes leads to negative square roots, which become imaginary variables that must be ignored. 
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APPENDIX: INVERSE KINEMATICS SOLUTION OF 6R DECOUPLED ROBOTS
The analytical inverse kinematics for the ABB IRB 120, as well as many other 6R decoupled robots, can be obtained as explained in this sections 1 and 2. This section takes for granted that the nominal parameters of the robot are used, so all errors (or "deltas") from Table 2 are omitted. The position of the center of the wrist (the origin of the 4th frame using the DH representation) will allow us to find θ 1 , θ 2 and θ 3 , which can be represented as To calculate θ 4 , θ 5 and θ 6 we must use the information contained in R 3 6 , where 
We omitted the expressions marked with * as they are not of interest. Two solutions for θ 5 can be directly obtained: θ 5,1 = atan 2( 1 − r 2 2,3 , r 2,3 ), 
