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Tato práce se zabývá rozšířením nástroje pro analýzu spustitelných souborů, který je sou-
částí rekonfigurovatelného zpětného překladače vyvíjeného v rámci projektu Lissom. Cílem
práce je analyzovat nedostatky původní implementace tohoto nástroje a na základě toho na-
vrhnout a implementovat zcela nový nástroj, který by tyto nedostatky odstranil. Vytvořené
řešení musí představovat plnohodnotný analyzátor spustitelných souborů. V rámci práce je
řešen rovněž problém detekce použitého překladače či packeru, přičemž jsou zavedeny heu-
ristické techniky detekce, které umožňují mj. korektní rozpoznání polymorfních packerů.
V závěru práce jsou diskutovány dosažené výsledky a jejich přínos pro rekonfigurovatelný
zpětný překladač.
Abstract
This work deals with extension of a tool for executable-files analysis, which is a part of
a retargetable decompiler developed within the Lissom project. This thesis has two main
goals. Firstly, it is necessary to analyze the original implementation of this tool and to find
its drawbacks. Secondly, we have to implement a whole new tool without the lacks of its
predecessor. This solution must be a full-featured analyzer of executable files. Within this
thesis, we also focus on accuracy of compiler and packer detection. Among others, this task is
achieved by using special heuristics technics of detection that can also recognize polymorphic
packers. In the conclusion, the achieved results of this work and their contribution for the
retargetable decompiler are discussed.
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Zpětný překlad (angl. decompilation) je proces, při němž dochází k překladu platformně
závislého strojového kódu, uloženého ve vstupním souboru, do vyšší formy reprezentace,
která je snadno srozumitelná pro člověka. Vyšší formou reprezentace rozumíme platformně
nezávislý zdrojový kód v syntaxi vybraného programovacího jazyka (tento jazyk označujeme
jako výstupní). Nástroj realizující zpětný překlad nazýváme zpětný překladač (angl. de-
compiler).
Tato práce se zabývá rozšířením a optimalizacemi analytického nástroje fileinfo, který
je součástí rekonfigurovatelného zpětného překladače [16], vyvýjeného v rámci výzkumného
projektu Lissom [7] (dále jen
”
rekonfigurovatelného zpětného překladače“).
Zpětný překlad je opačným procesem k překladu ze zdrojového kódu do strojového kódu
(dále jen
”
překladu“). Oproti překladu je však zpětný překlad podstatně náročnějším pro-
cesem. Během překladu totiž obvykle dochází k odstraňování řady informací, které nejsou
nezbytné pro vykonání strojového kódu. Dále může docházet k řadě optimalizací, které
urychlují exekuci strojového kódu na cílové počítačové architektuře. Jedním z typů optima-
lizací jsou tzv. instrukční idiomy. Tyto optimalizace jsou závislé nejen na cílové architek-
tuře, ale často i na použitém překladači [21]. Z pohledu zpětného překladu však instrukční
idiomy způsobují lidsky méně čitelný výstupní kód [25]. Protože úkolem zpětného překla-
dače je přeložit strojový kód do lidsky jednoduše čitelné podoby, měl by během procesu
zpětného překladu rozpoznat použité instrukční idiomy a rekonstruovat je do snadno čitel-
ných příkazů. Rekonstrukcí instrukčních idiomů se v rámci rekonfigurovatelného zpětného
překladače ve své práci zabýval Fridolín Pokorný [25]. Pro vlastní rekonstrukci je však nutné
nejprve znát překladač, kterým byl vytvořen soubor obsahující strojový kód a také infor-
maci o cílové architektuře. Znalost použitého překladače je nutná i pro detekci hlavní funkce
zpětně překládaného programu (např. funkce main v programech zapsaných v jazyku C). Ve
zpětném překladači tak vzniká potřeba detekce použitého překladače a cílové architektury.
Dalším důvodem pro detekci nástroje použitého k vytvoření souboru obsahujícího stro-
jový kód jsou tzv. packery. Packer je aplikace, která slouží k ochraně spustitelných souborů,
tj. souborů obsahujících strojový kód. Packer zkomprimuje obsah spustitelného souboru
(vlastním kompresním algoritmem) a vytvoří nový spustitelný soubor, do něhož umístí
zkomprimovaný obsah původního souboru. Dále je na vstupní bod1 nového spustitelného
1Vstupní bod (angl. entry point). Mluvíme buď o offsetu vstupního bodu nebo o adrese vstupního bodu.
V případě offsetu se jedná o relativní offset vstupního bodu vzhledem k počátku spustitelného souboru.
Na tomto místě je uložena první instrukce, která bude vykonána po nahrání programu do operační paměti
počítače. Pokud mluvíme o adrese vstupního bodu, jedná se přímo o adresu první instrukce programu
v operační paměti.
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souboru umístěn speciální kód, který po spuštění tohoto souboru zajistí rozbalení a exekuci
původního souboru. Proces vytvoření takto chráněného souboru se nazývá packing2. Pac-
kery se používají k ochraně proprietárního software, protože komplikují reverzní inženýrství
prováděné nad takto chráněným souborem. Avšak packery jsou také masivně zneužívány
autory škodlivého kódu (angl. malware) [21].
Zpětný překlad souboru chráněného packerem by nebyl úspěšný, protože skutečný obsah
takového souboru je rozbalen až po jeho spuštění. Proto je nejprve nutné získat informaci
o použitém packeru či překladači. Pokud byl použit packer, je nutné provést odstranění
ochrany přidané packerem, tzv. unpacking, čímž je získán původní spustitelný soubor. Poté
je nutné detekovat nástroj, jímž byl vytvořen původní spustitelný soubor. Některé spusti-
telné soubory jsou totiž chráněny v několika úrovních, tz. packing nad nimi byl proveden ně-
kolikanásobně [21]. V takovém případě je nutné provést rovněž několikanásobný unpacking.
Nakonec je — z důvodů popsaných výše — nutné znát informaci o použitém překladači.
Pro potřeby zpětného překladu je dále vhodné znát i další informace o vstupním sou-
boru, často specifické vzhledem k formátu vstupního souboru (např. počet sekcí v binárním
souboru typu PE [12], počet sekcí a segmentů v binárním souboru typu ELF [18], podrobné
informace o sekcích (popř. segmentech), pořadí bajtů (angl. endianness) ve vstupním sou-
boru aj.).
V rámci zpětného překladu tak vzniká potřeba nástroje, který by byl schopen výše
uvedené informace detekovat a poskytnout je dalším částem zpětného překladače. V rekon-
figurovatelném zpětném překladači plní tuto úlohu právě nástroj fileinfo. Mezi cíle této
práce patří rychlostní optimalizace tohoto programu, rozšíření množství informací, které je
o spustitelných souborech schopen získávat a přidání nových souborových formátů, které
by nástroj podporoval, tz. o kterých by byl schopen získávat potřebné informace. Je kla-
den důraz na detekci použitého překladače či packeru a na detekci platformně specifických
rysů. Nástroj musí být schopen analyzovat soubory určené pro různé operační systémy a
počítačové architektury. Nástroj musí být schopen zpracovat i soubory obsahující škodlivý
kód.
V oblasti detekce použitého překladače či packeru navazuje tato práce na práci Michala
Kostky [20] a dále ji rozvíjí.
Struktura práce je následující: kapitola 2 se věnuje popisu rekonfigurovatelného zpět-
ného překladače. V rámci této kapitoly je blíže popsána struktura zpětného překladače a
úloha nástroje fileinfo při procesu zpětného překladu. Kapitola 3 je věnována popisu exis-
tujících nástrojů pro analýzu spustitelných souborů. Následuje kapitola 4, jež popisuje exis-
tující metody analýzy spustitelných souborů. Zvláštní důraz je kladen na popis existujících
metod detekce použitého překladače či packeru. Kapitola 5 popisuje návrh nových metod
pro analýzu spustitelných souborů, kapitola 6 pak jejich implementaci. Kapitola 7 disku-
tuje testování aplikace fileinfo a dosažené experimentální výsledky. Kapitola 8 uzavírá
práci shrnutím dosažených výsledků a představením dalších možných rozšíření a vylepšení
aplikace fileinfo.
2Existují i jiné metody ochrany a komprese spustitelných souborů. Termín packing bude souhrně používán





Tato kapitola popisuje principy fungování rekonfigurovatelného zpětného překladače. Tyto
principy refklektují stav vývoje zpětného překladače před započetím řešení této bakalářské
práce. V podkapitole 2.1 je nejprve popsána struktura celého zpětného překladače. Podka-
pitola 2.2 pak poskytuje informace o výstupech zpětného překladu.
Zpětný překladač je vyvíjen v rámci výzkumného projektu Lissom [7]. Cílem tohoto pro-
jektu je vytvoření rekonfigurovatelných nástrojů sloužících pro souběžný návrh hardware
a software (angl. hardware/software co-design). Myšlenka rekonfigurovatelnosti spočívá
v tom, že na základě modelu procesoru v jazyce ISAC jsou automaticky vygenerovány
nástroje pro souběžný návrh hardware a software. Jedním z těchto nástrojů je i zpětný
překladač.
2.1 Struktura rekonfigurovatelného zpětného překladače
Zpětný překladač se skládá ze čtyř hlavních částí, čemuž odpovídá i struktura této podkapi-
toly. V části 2.1.1 je popsána fáze předzpracování vstupních dat. Do této fáze patří i činnost
nástroje fileinfo, proto je předzpracování vstupních dat popsáno nejpodrobněji ze všech
fází. Následuje popis přední (2.1.2), prostřední (2.1.3) a zadní (2.1.4) části zpětného překla-
dače. Struktura celého zpětného překladače je znázorněna na obrázku 2.1. Jádro zpětného
překladače1 používá systém LLVM2 [8].
Rekonfigurovatelný zpětný překladač je nezávislý na architektuře procesoru [21, 28].
Jedná se o sadu nástrojů (angl. toolchain) provázanou pomocí skriptů. Kromě již zmíně-
ných částí se skládá z generátoru přední části, který zajišťuje nezávislost na architektuře
procesoru. Generátor pracuje s modelem procesoru zapsaném v jazyce ISAC. Na základě
tohoto modelu automaticky vygeneruje přední část zpětného překladače.
2.1.1 Fáze předzpracování dat
Před vlastním zpětným překladem je nejprve nutné předzpracovat vstupní soubor. První
částí rekonfigurovatelného zpětného překladače je proto fáze předzpracování dat. Ta je
1Pojem
”
jádro zpětného překladače“ označuje jako celek přední, prostřední a zadní část rekonfigurova-
telného zpětného překladače.
2LLVM je infrastruktura pro překladač.
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Obrázek 2.1: Struktura rekonfigurovatelného zpětného překladače. Převzato z [21]
a upraveno.





Popis těchto nástrojů — v uvedeném pořadí — tvoří obsah této podkapitoly. Struktura
fáze předzpracování dat je znázorněna na obrázku 2.2.
Aplikace fileinfo
Aplikace fileinfo po svém spuštění analyzuje vstupní soubor. Je schopna zjistit následující




• obsah vstupního bodu
• překladač či packer, kterým byl soubor vytvořen
8
Obrázek 2.2: Fáze předzpracování dat. Převzato z [21] a upraveno.
Podporované souborové formáty jsou ELF a PE. Oba tyto souborové formáty jsou bi-
nární, tz. aplikace podporuje pouze binární soubory. Na ostatní souborové formáty se apli-
kace dívá jako na neznámé a výše uvedené informace není schopna detekovat. Třída souboru
poskytuje informaci o tom, zda se jedná o 32bitový či 64bitový soubor. Obsahem vstupního
bodu rozumíme hodnoty prvních 50 bajtů od offsetu vstupního bodu včetně.
Jak bylo popsáno již v kapitole 1, nástroj fileinfo je zodpovědný za detekci použi-
tého překladače či packeru. Pro tuto detekci využívá funkcí knihovny cpdetectl, která
je, stejně jako aplikace fileinfo, součástí zdrojových kódů rekonfigurovatelného zpětného
překladače. Detailní popis implementace knihovny je uveden v práci Michala Kostky [20].
Implementovaná metoda detekce použitého překladače či packeru bude popsána v kapi-
tole 4.
Výstup aplikace fileinfo je ostatním nástrojům tvořícím zpětný překladač poskyt-
nut ve formě konfiguračního XML souboru. Informace z výstupu využívá aplikace bintran,
unpacker, generátor přední části zpětného překladače a také samotné jádro zpětného překla-
dače.
Unpacker
Pokud je nástrojem fileinfo zjištěno, že k vytvoření vstupního souboru byl použit packer,
je skripty, které zajišťují zpětný překlad zavolán nástroj provádějící unpacking. Takový
nástroj označujeme jako unpacker. Činnost unpackeru byla popsána v kapitole 1. Informaci
o detekovaném packeru získá unpacker z výstupu nástroje fileinfo.
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Aplikace bintran
Posledním krokem ve fázi předzpracování dat je převod dat z formátu vstupního souboru
do interního formátu používaného rekonfigurovatelným zpětným překladačem. Tento in-
terní souborový formát nese název LOFF3. Jedná se o textový formát, který je inspirován
binárním formátem COFF, jež se používal jako formát pro spustitelné soubory, objektové
soubory a sdílené knihovny v operačním systému UNIX System V.
Konverzi do formátu LOFF zajišťuje aplikace bintran4. Informaci o formátu vstupního
souboru získá tento nástroj z výstupu aplikace fileinfo. Na základě této informace pak
vybere vhodný zásuvný modul [23, 24] pro realizaci konverze.
Výstupem konverze je soubor ve formátu LOFF, který reprezentuje originální vstupní
soubor. Jádro zpětného překladače je díky tomu nezávislé na formátu vstupního souboru.
Data uložená v LOFF souboru ale nadále reprezentují architekturně specifické informace.
2.1.2 Přední část zpětného překladače
Po převodu vstupního souboru do formátu LOFF je zavolána přední část zpětného překla-
dače (angl. front-end). Ta je jedinou částí jádra zpětného překladače, jež je závislá na cílové
architektuře vstupního souboru [28]. Tento fakt je v protikladu k tvrzení o nezávislosti zpět-
ného překladače na cílové architektuře, uvedeném na začátku kapitoly a bude proto blíže
diskutován.
Přední část obsahuje instrukční dekodér (dále jen
”
dekodér“), který převádí strojový
kód uložený v LOFF souboru na posloupnost instrukcí platformně nezávislého formátu
LLVM IR5 [9]. Po převodu strojového kódu do formátu LLVM IR se tedy zpětný překladač
stává platformně nezávislým. K vlastnímu převodu je ale třeba znát řadu informací o cílové
architektuře (délka instrukčního slova, typy a počty operandů, pořadí bajtů, bitová šířka
apod.).
Podporu pro jednotlivé architektury by bylo možné implementovat přímo v dekodéru.
V závislosti na cílové architektuře — informace o ní je dostupná v konfiguračním souboru
generovaném aplikací fileinfo — by dekodér interpretoval obsah LOFF souboru a převá-
děl by ho do instrukcí LLVM IR. Zpětný překladač by tak podporoval všechny architektury,
pro něž by byla zabudována programová podpora v dekodéru.
V takovém případě ale nemůžeme mluvit o nezávislosti na cílové architektuře — přidání
nové architektury znamená zásah do zdrojových kódů dekodéru. V rekonfigurovatelném
zpětném překladači je proto zvolen jiný přístup.
Informaci o cílové architektuře převezme z konfiguračního souboru generátor přední
části. Ten má k dispozici modely všech podporovaných architektur (viz obrázek 2.1) zapsa-
né v jazyce ISAC. Na základě informace z konfiguračního souboru generátor vybere model
odpovídající architektury a podle něho vygeneruje přední část zpětného překladače. K při-
dání podpory pro novou architekturu je tedy nutné pouze vytvořit soubor v jazyce ISAC.
Zdrojové kódy přední části zpětného překladače není třeba nijak měnit. Můžeme tedy mlu-
vit o platformně nezávislém, nebo také o rekonfigurovatelném zpětném překladači.
Vedle dekódování strojového kódu je přední část dále zodpovědná za rozpoznání kódu
staticky připojeného z knihoven. Tento kód je vyřazen ze zpětného překladu, protože před-
stavuje implementaci standardních knihovních funkcí (např. funkce printf jazyka C).
3LOFF je zkratka anglických slov
”




4bintran je zkratka anglických slov
”









Přední část také provádí řadu statických analýz. Jednou z nich je vyhledávání instruk-
čních idiomů. Statické analýzy slouží k získání dalších informací o programu, jež je zpětně
překládán. Tyto analýzy mohou vést k optimalizaci instrukcí LLVM IR.
Poslední fází činnosti přední části je předání instrukcí ve formátu LLVM IR prostřední
části zpětného překladače. To je realizováno uložením instrukcí do textového souboru. Poté
je činnost přední části ukončena.
2.1.3 Prostřední část zpětného překladače
Prostřední část zpětného překladače (angl. middle-end) je označována také jako optimaliza-
ční. Vstupem je LLVM IR kód vygenerovaný v přední části zpětného překladače. Jedná se
o nízkoúrovňový kód, který obsahuje řadu duplicitních a mrtvých instrukcí [28]. Úlohou pro-
střední části je optimalizace takového kódu [28], např. odstranění mrtvého a duplicitního
kódu, detekce vysokoúrovňových programovacích konstrukcí (podmínky, cykly), reasoci-
ace výrazů atd. Základním nástrojem pro optimalizaci je LLVM optimalizátor [10], který
provádí většinu optimalizací. Tyto optimalizace jsou dále doplněny o vlastní optimalizace
prostřední části, mezi které patří např. detekce a rekonstrukce instrukčních idiomů.
Výstupem prostřední části je optimalizovaný LLVM IR kód.
2.1.4 Zadní část zpětného překladače
Zadní část zpětného překladače (angl. back-end) je zodpovědná za převod optimalizovaného
LLVM IR kódu do výstupního vysokoúrovňového jazyka. Jako výstupní jazyk je podporován
jazyk C a netypovaný jazyk založený na jazyku Python [27].
Postup konverze je následující [24]:
• Vstupní LLVM IR kód je převeden na interní reprezentaci používanou zadní částí.
Tato reprezentace je označována jako BIR6.
• BIR kód je dále optimalizovaný pomocí metod známých z překladačů (konverze glo-
bálních proměnných na lokální, propagace konstant, zjednodušování výrazů apod.).
• Jsou sestrojeny grafy toku řízení a graf volání.
• BIR kód je převeden do zvoleného výstupního jazyka.
• Jsou provedeny optimalizace na úrovni výstupního jazyka. Tyto optimalizace mají
za úkol zvýšit čitelnost textového výstupu zpětného překladače. Příkladem takových
optimalizací je zvýšení čitelnosti výrazů, které lze demonstrovat na ukázce pro výstup
v jazyce inspirovaném jazykem Python — výraz
”
if not (a == b):“ je převeden do
tvaru
”
if a != b:“ (převzato z [28]).
Výstupy zadní části zpětného překladače patří zároveň mezi výstupy celého zpětného
překladače, budou proto popsány v následující podkapitole.
6BIR —
”
back-end intermediate representation“, česky
”
přechodná reprezentace v zadní části“.
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2.2 Výstupy zpětného překladače
Mezi výstupy zpětného překladače patří zdrojový kód zpětně přeloženého strojového kódu
zapsaný ve vysokoúrovňovém programovacím jazyce, kód v jazyce symbolických instrukcí,
graf volání a grafy toku řízení. Popis těchto výstupů v uvedeném pořadí tvoří obsah této
podkapitoly. Popis zahrnuje ukázku výstupů. Pro účely demonstrace výstupů byl nejprve
překladačem gcc, verze 4.6.3, přeložen zdrojový kód — zapsaný v jazyce C — znázorněný
na obrázku 2.3. Parametry překladu a vlastnosti přeloženého binárního souboru shrnuje
tabulka 2.1. Následně byl proveden zpětný překlad vzniklého binárního souboru. Jako výs-












int a = rand();










Obrázek 2.3: Originální zdrojový kód zpětně překládaného programu.
Parametr Hodnota
formát binárního souboru ELF
cílová architektura Intel x86
úroveň optimalizací při překladu -O0
překlad ladicích informací zakázán
Tabulka 2.1: Parametry překladu a vlastnosti binárního souboru určeného pro zpětný
překlad.
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2.2.1 Zdrojový kód ve vysokoúrovňovém jazyku
Jedná se o primární a nejdůležitější výstup zpětného překladače. Výstupní kód v jazyce C
je zpětně přeložitelný, naopak výstup v jazyce inspirovaném jazykem Python zpětně pře-




/* -------- Function Prototypes --------- */
int32_t func1(int32_t a);
int32_t func2(int32_t a);
/* ------------- Functions -------------- */
int32_t func1(int32_t a) {
return printf("func1 %d", a);
}
int32_t func2(int32_t a) {
return printf("func2 %d", a);
}
int main(int argc , char **argv) {
int32_t x = rand();







/* --------- External Functions --------- */
// int printf (const char *restrict , ...)
// int rand ()
Obrázek 2.4: Zdrojový kód získaný jako výstup zpětného překladače.
Zajímavé je porovnání originálního zdrojového kódu (obrázek 2.3) a zdrojového kódu
získaného jako výstup zpětného překladu (obrázek 2.4). Kód produkovaný zpětným překla-
dačem má např. odlišné návratové hodnoty funkcí func1 a func2. Přesto je vstupní a
výstupní kód funkčně ekvivalentní.
2.2.2 Kód v jazyku symbolických instrukcí
Dalším produkovaným výstupem je kód v jazyce symbolických instrukcí. Tento kód je zá-
vislý na cílové architektuře vstupního souboru. Je proto vytvořen jako vedlejší produkt při
činnosti přední části zpětného překladače (která je generována na základě cílové architek-
tury, viz podkapitola 2.1.2). Je tak jediným výstupem zpětného překladu, který nevzniká
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v zadní části zpětného překladače. Krátká ukázka kódu v jazyce symbolických instrukcí pro
zpětně přeložený soubor je znázorněna na obrázku 2.5.
; Adresa Hexadecimální reprezentace Intel x86 instrukce
;--------------------------------------------------------------
0x80483b0: 31 ed xor ebp , ebp
0x80483b2: 5e pop esi
0x80483b3: 89 e1 mov ecx , esp
0x80483b5: 83 e4 f0 and esp , -16
0x80483b8: 50 push eax
0x80483b9: 54 push esp
0x80483ba: 52 push edx
0x80483bb: 68 d0 85 04 08 push 134514128
0x80483c0: 68 60 85 04 08 push 134514016
0x80483c5: 51 push ecx
0x80483c6: 56 push esi
0x80483c7: 68 22 85 04 08 push 134513954
Obrázek 2.5: Ukázka kódu v jazyku symbolických instrukcí získaného jako výstup
zpětného překladače.
2.2.3 Graf volání
Graf volání (angl. call graph) znázorňuje strukturu programu na úrovni funkcí. Každá
funkce je v něm reprezentována vlastním blokem. Do grafu jsou zahrnuty i knihovní funkce,
které byly v přední části ze zpětného překladu vyřazeny. Bloky těchto fukcí jsou v grafu vi-
zuálně odlišeny od zpětně přeložených funkcí. Ukázka výstupu pro zpětně přeložený soubor
je znázorněna na obrázku 2.6.
Obrázek 2.6: Graf volání získaný jako výstup zpětného překladače.
2.2.4 Grafy toku řízení
Posledním výstupem zpětného překladu jsou grafy toku řízení. Graf toku řízení (angl.
control-flow graph) je sestavován pro každou funkci samostatně. Výstupem je tedy právě
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tolik grafů toku řízení, kolik je zpětně přeložených funkcí. Každý graf představuje grafickou
formu zápisu algoritmu funkce. Ukázka grafu toku řízení je znázorněna na obrázku 2.7.
Obrázek 2.7: Graf toku řízení funkce main získaný jako výstup zpětného překladače.
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Kapitola 3
Existující nástroje pro analýzu
spustitelných souborů
Tato kapitola se zabývá popisem nástrojů, které slouží pro analýzu spustitelných souborů.
Z pohledu této práce členíme analýzu spustitelných souborů do dvou oblastí. První oblastí
je
”
získávání informací o spustitelných souborech“. Program realizující tento typ analýzy
budeme nazývat analyzátor. Analyzátor čte obsah vstupního souboru a ten interpretuje na
základě předem definovaných pravidel — formátu vstupního souboru. Analyzátor je tedy
schopen získat všechny informace, které definuje popis souborového formátu. Analyzátory
jsou popsány v podkapitole 3.1.
Druhým typem analýzy spustitelných souborů je detekce použitého překladače či pac-
keru. Tato informace obvykle nebývá součástí definice souborového formátu, proto ji kla-
sický analyzátor není schopen zjistit. Nástroje pro detekci použitého překladače či packeru
budeme nazývat detektory. Zabývá se jimi podkapitola 3.2.
Jednotlivé nástroje v dané kategorii (analyzátory, detektory) budou porovnávány z těchto
hledisek:
• multiplatformnost (z hlediska operačních systémů a cílových architektur)
• počet podporovaných souborových formátů
• počet informací, které je nástroj schopen zjistit (pouze u analyzátorů)
• licenční podmínky, dostupnost zdrojových kódů
Pro to, aby mohl být konkrétní nástroj použit v rámci rekonfigurovatelného zpětného
překladače je nutné, aby podporoval minimálně souborové formáty ELF a PE. Klíčová
je také dostupnost pro různé operační systémy a cílové architektury. Z hlediska dostup-
nosti pro různé architektury je velkou předností dostupnost originálních zdrojových kódů.
Nedostupnost těchto kódů je naopak značnou nevýhodou, protože pro každou cílovou archi-
tekturu by pak nástroj musel být dostupný jako separátní binární soubor, popř. by musel
být distribuován v souborových formátech nezávislých na architektuře (např. Java Class)
— tento přístup by však přinášel další komplikace (byla by nutná přítomnost virtuálního
stroje). Nedostupnost originálních zdrojových kódů také prakticky znemožňuje modifikaci
či rozšiřování funkcionality daného nástroje.
Další nezbytnou podmínkou pro využitelnost nástroje v rekonfigurovatelném zpětném
překladači je jeho dostupnost pod vhodnou licencí (např. pod licencí MIT [13] nebo licencí
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zlib/libpng [19]). Nepřijatelná je naopak licence GNU/GPL [4], protože rekonfigurovatelný
zpětný překladač není vyvíjen se záměrem zveřejnění jeho zdrojových kódů, což GNU/GPL
licence vyžaduje. Všechny uvedené licence umožňují modifikace originálních zdrojových
kódů.
3.1 Analyzátory
Tato podkapitola popisuje nástroje pro získávání informací o spustitelných souborech —
analyzátory. Celkem jsou představeny čtyři nástroje, čemuž odpovídá i členění podkapitoly
na podkapitoly druhé úrovně:
• Nástroj objdump (podkapitola 3.1.1)
• Nástroj readelf (3.1.2)
• Nástroj efd (3.1.3)
• Nástroj PE.Explorer (3.1.4)
Podkapitola 3.1.5 pak obsahuje srovnání všech prezentovaných analyzátorů.
3.1.1 Nástroj objdump
Nástroj objdump patří do rodiny programů GNU binutils [3]. Je dostupný na unixových
operačních systémech1 i na rodině operačních systémů Microsoft Windows (dále jen
”
Win-
dows“). Originální zdrojové kódy jsou dostupné, program je tedy snadno modifikovatelný a
přenositelný mezi různými architekturami. Využití v rekonfigurovatelném zpětném překla-
dači však znemožňuje distribuce tohoto nástroje pod licencí GNU/GPL.













unixové operační systémy“ rozumíme jak UNIX operační systémy, tak tzv. UNIX-like operační
systémy (operační systémy unixového typu, označované také zkratkou UN*X).
2Tento údaj je platný pro verzi nástroje objdump 2.22 dostupnou pro distribuci Mint operačního systému
GNU/Linux.
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Nástroj je schopen o vstupním souboru zjistit celou řadu informací (hodnocení bude
zaměřeno na formáty ELF a PE) — informace ze všech hlaviček, informace o sekcích,
segmentech (pokud je daný souborový formát definuje), adresářích dat (ty definuje pouze
souborový formát PE), relokacích, symbolech a dynamických záznamech. Dále je schopen
převést uložený strojový kód do jazyku symbolických instrukcí (proces převodu strojového
kódu do jazyku symbolických instrukcí nazýváme disassembling). Disassembling je však
podporován pouze pro vybrané architektury. Program je schopen ze souboru vyčíst ladicí
informace ve formátech DWARF [1] a STABS [17] a také dekódovat informace ze jmen
symbolů, neboli provádět tzv. demangling. Nejedná se tedy pouze o analyzátor, ale také
o disassembler a demangler. Program umožňuje též zobrazení obsahu analyzovaného sou-
boru v hexadecimální podobě.
3.1.2 Nástroj readelf
Také nástroj readelf patří do rodiny GNU binutils a je dostupný pro unixové operační
systémy i pro systém Windows. Rovněž o dostupnosti originálních zdrojových kódů, mo-
difikovatelnosti, multiplatformnosti z hlediska cílových architektur a licenčních omezeních
platí stejné závěry jako u objdump — ani readelf tedy nelze využít jako součást rekonfi-
gurovatelného zpětného překladače.
Jak plyne již z názvu programu, readelf podporuje pouze soborový formát ELF. Stejně
jako objdump umí zjistit informace ze všech hlaviček, informace o sekcích, segmentech,
relokacích, symbolech a dynamických záznamech a umí vyčíst ladicí informace ve formátu
DWARF. Navíc poskytuje informaci o mapování sekcí na segmenty, podrobné informace
o skupinách sekcí (angl. section groups), možnost výpisu obsahu segmentu a sekcí typu
NOTE3 a podrobný výpis informací z některých architekturně specifických sekcí (např. ze
speciálních sekcí pro architekturu ARM).
Nástroj umožňuje zobrazení obsahu analyzovaného souboru v hexadecimální i textové
podobě. Implementována je i funkce demanglingu jmen symbolů. Oproti programu objdump
chybí mimo jiné podpora pro disassembling a ladicí informace ve formátu STABS.
3.1.3 Nástroj efd
Dalším analyzátorem je nástroj efd4 od společnosti Hex-Rays [5]. Nástroj je dostupný
v binární podobě pro architekturu Intel x86 a operační systémy GNU/Linux, OS X a
Windows. Modifikace programu není možná z důvodu nedostupnosti originálních zdrojových
kódů (jedná se o bezplatný, ale proprietární software). V rekonfigurovatelném zpětném
překladači ho tedy nelze využít — není multiplatformní z hlediska cílových architektur a
nelze ho modifikovat.
Tento analyzátor podporuje více než 40 souborových formátů, mezi nimi dnešní nej-
rozšířenější formáty spustitelných souborů (ELF, PE, Mach-O), historické formáty spusti-
telných souborů (např. NE, LE, LX), ale také soubory obrázků (JPG, TIFF). V hodnocení
množství získávaných informací se zaměříme na formáty ELF a PE.
Pro formát ELF je tento program schopen zjistit stejné informace jako nástroj objdump,
tedy informace ze všech hlaviček, informace o sekcích, segmentech, relokacích, symbolech a
dynamických záznamech. Dále, stejně jako readelf poskytuje podrobné informace o sku-
pinách sekcí. Pro formát ELF disponuje nástroj řadou architekturně specifických analýz,
3Zde mohou být uloženy doplňující informace o souboru jako např. přesná verze cílového operačního
systému.




v nichž překonává i nástroj readelf. Na základě znalosti o cílové architektuře (tato infor-
mace je uložena v hlavičce ELF souboru) je efd schopen rozpoznat např. speciální sekci
relokací pro architekturu MIPS a zjistit podrobné informace o každé relokaci v dané sekci.
Touto funkcionalitou nedisponuje žádný z předchozích nástrojů.
Rovněž pro souborový formát PE je množství získávaných informací srovnatelné s ná-
strojem objdump — informace ze všech hlaviček, informace o sekcích (formát PE nedefinuje
segmenty), adresářích dat, základní informace o relokacích, symbolech a dynamických zá-
znamech.
Nejedná se ani o disassembler, ani o demangler.
Nástroj efd je konzolová aplikace, stejně jako objdump a readelf. Kromě nedostupnosti
zdrojových kódů (a z toho vyplývajících omezení) lze za jeho další slabinu považovat sku-
tečnost, že pro každý souborový formát poskytuje zcela odlišný formát textového výstupu,
což značně stěžuje automatické zpracování získaných informací.
3.1.4 Nástroj PE.Explorer
Nástroj PE.Explorer se od dosud prezentovaných aplikací zásadně liší. Předně proto, že se
jedná o aplikaci s výhradně grafickým uživatelským rozhraním (dále jen
”
GUI“), což fak-
ticky vylučuje automatizovatelnost využívání tohoto nástroje v rekonfigurovatelném zpět-
ném překladači. Dalším podstatným rozdílem je skutečnost, že se jedná o komerční software
(k dispozici je však bezplatná zkušební verze). Originální zdrojové kódy proto nejsou dos-
tupné. Aplikaci nelze z těchto důvodů modifikovat. Další velkou nevýhodou tohoto nástroje
je jeho dostupnost pouze pro architekturu Intel x86 a operační systém Windows. Ze všech
výše uvedených důvodů proto ani PE.Explorer nelze využít jako součást rekonfigurovatel-
ného zpětného překladače.
Již z názvu je patrné, že nástroj podporuje pouze souborový formát PE. O souboru
v tomto formátu je schopen zjistit stejné informace jako objdump a efd — informace ze
všech hlaviček, informace o sekcích, adresářích dat, symbolech a dynamických záznamech.
Navíc však poskytuje podrobné informace o relokacích (např. efd poskytuje pouze informaci
o offsetu relokační tabulky). Zaměřuje se také na analýzu dat specifických pro formát PE a
poskytuje tak informace o certifikační tabulce, ladicích informacích ve formátu definovaném
specifikací formátu PE a o tzv. resources5.
Nástroj poskytuje i další funkcionalitu, kterou překračuje funkci klasického analyzátoru
— prostřednictvím GUI je možné editovat či odstraňovat existující sekce a přidávat sekce
nové. Obdobně lze pracovat i s resources. Lze editovat některé informace ze souborových
hlaviček. Nástroj je schopen odstranit ladicí informace a informace o relokacích. Implemen-
tován je i disassemblerem pro architekturu Intel x86 a unpacker packerů UPX, UPack a
NSPack.
3.1.5 Porovnání analyzátorů
Tabulka 3.1 obsahuje srovnání vlastností výše uvedených analyzátorů z hlediska poža-
davků kladených rekonfigurovatelným zpětným překladačem a shrnuje tak podkapitoly 3.1.1
až 3.1.4. Hodnoceny jsou licenční podmínky (za nevyhovující je považován software šířený
pod licencí GNU/GPL a veškerý proprietární software), multiplatformnost (dostupnost ná-
stroje pro různé operační systémy a cílové architektury), modifikovatelnost (důležitou pod-
5Jedná se o data vložená do binárního souboru — např. zvuky či obrázky (které pak slouží jako ikony
nebo pozadí aplikace).
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objdump 8 4 4 4 4 4
readelf 8 4 4 4 8 8
efd 8 8 8 4 4 4
PE.Explorer 8 8 8 8 4 8
Tabulka 3.1: Porovnání vlastností existujících analyzátorů spustitelných souborů.
Z tabulky vyplývá, že žádný z uvedených nástrojů nelze pro účely zpětného překladu
využít. Ze srovnání nejlépe vychází program objdump, který splňuje 5 ze 6 požadavků.
Naopak nástroj PE.Explorer splňuje pouze požadavek na podporu souborového formátu
PE.
3.2 Detektory
Následující podkapitola je zaměřena na popis existujících nástrojů pro detekci použitého
překladače či packeru. Tyto nástroje označujeme jako detektory. Celkem je představeno 10
existujících nástrojů:
• Nástroj DiE (podkapitola 3.2.1)
• Nástroj Exeinfo PE (podkapitola 3.2.2)
• Nástroj FastScanner (podkapitola 3.2.3)
• Nástroj Language 2000 (podkapitola 3.2.4)
• Nástroj PE Detective (podkapitola 3.2.5)
• Nástroj Protection iD (podkapitola 3.2.6)
• Nástroj RDG Packer Detector (podkapitola 3.2.7)
• Nástroj PEiD (podkapitola 3.2.8)
• Detekce překladače v disassembleru IDA (podkapitola 3.2.9)
• Nástroj Libreverse (podkapitola 3.2.10)
Podkapitola 3.2.11 obsahuje srovnání všech prezentovaných detektorů. Každý detek-
tor, nebude-li explicitně uvedeno jinak, používá k detekci použitého překladače či packeru
metodu založenou na využití signatur. Tato metoda je popsána v podkapitole 4.2.
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3.2.1 Nástroj DiE
Nástroj DiE6 je bezplatně šířený program, který je dostupný v binární podobě pro archi-
tekturu Intel x86 a operační systémy GNU/Linux, OS X a Windows. Nástroj podporuje
formáty ELF, PE, MZ, PEF a další (včetně například souborového formátu pro uložení
obrázku PNG nebo archivačních formátů RAR, ZIP a 7z). Program lze rozšiřovat pomocí
skriptů v jazyce založeném na jazyku JavaScript a lze tak jednoduše přidávat nové signatury
i podporu pro další souborové formáty, ačkoliv zdrojové kódy aplikace nejsou dostupné.
3.2.2 Nástroj Exeinfo PE
Dalším detektorem je nástroj Exeinfo PE. I zde se jedná o bezplatný nástroj šířený v bi-
nární podobě pro architekturu Intel x86, ovšem pouze pro operační systém Windows. Ná-
stroj je schopen rozpoznat přes 200 formátů — nejen spustitelných — souborů [2], mezi
jinými ELF, PE, BMP, JPG, MP4 či RAR. Detekce použitého překladače či packeru je
však implementována pouze pro spustitelné soubory ve formátu PE. Zdrojové kódy nejsou
dostupné a program tak nelze modifikovat.
3.2.3 Nástroj FastScanner
Program FastScanner je distribuován v binární podobě pro architekturu Intel x86 a ope-
rační systém Windows. Zdrojové kódy nejsou dostupné, program proto nelze modifikovat.
Podporován je pouze souborový formát PE. K programu je dostupná sada pluginů, pomocí
nichž lze přidat např. funkci generického unpackeru.
3.2.4 Nástroj Language 2000
Jedná se o starý, dnes již neaktuální nástroj. Language 2000 podporuje zastaralé soubo-
rové formáty NE a MZ a také souborový formát PE. Stejně jako nástroje Exeinfo PE a
FastScanner, je i Language 2000 šířen v binární podobě pro architekturu Intel x86 a ope-
rační systém Windows. Autorem programu je Babak Farrokhi, na jehož webové stránce [6]
lze program bezplatně stáhnout. Zdrojové kódy nejsou dostupné. Vývoj byl v roce 2000
ukončen.
3.2.5 Nástroj PE Detective
Program PE Detective je bezplatný software, který vznikl v rámci projektu NTCore [14].
Šířen je v binární formě, opět pouze pro operační systém Windows a architekturu Intel x86.
Zdrojové kódy nejsou dostupné. Podporován je pouze souborový formát PE. Poslední verze
programu je z roku 2007 [14].
3.2.6 Nástroj Protection iD
Aplikace Protection iD se zaměřuje na detekci packerů. Stejně jako ostatní dosud pre-
zentované detektory, je i Protection iD bezplatným, volně dostupným nástrojem. Šířen je
výhradně v binární podobě pro operační systém Windows a architekturu Intel x86. Aplikace
je kompletně napsána v jazyku symbolických instrukcí [15], zdrojové kódy ale ani u tohoto
nástroje nejsou dostupné. Jediným podporovaným souborovým formátem je PE.




3.2.7 Nástroj RDG Packer Detector
Dalším detektorem je aplikace RDG Packer Detector. Již z názvu aplikace je patrné, že
se zaměřuje na detekci packerů. Jedná se o bezplatný software dostupný v binární podobě
pro operační systém Windows a architekturu Intel x86. Zdrojové kódy nejsou dostupné.
Program rozpozná soubory v různých formátech (např. ELF, JPG, PNG atd.), nicméně
detekce použitého překladače či packeru je implementována pouze pro formát PE.
3.2.8 Nástroj PEiD
Mezi detektory patří i aplikace PEiD. Šířena je v binární podobě pro operační systém Win-
dows a architekturu Intel x86 — zdrojové kódy nejsou dostupné, stejně jako u všech před-
chozích nástrojů. Podporován je pouze souborový formát PE. V roce 2011 byl oznámen
konec vývoje aplikace [20].
3.2.9 Detekce překladače v disassembleru IDA
Disassembler IDA je — stejně jako analyzátor efd — vyvíjen společností Hex-Rays [5].
Narozdíl od efd se jedná o komerční produkt, k dispozici je nicméně bezplatná omezená
zkušební verze. Disassembler podporuje několik desítek souborových formátů, mezi jinými
ELF, PE a Mach-O. Distribuován je v binární podobě pro architekturu Intel x86 a operační
systémy GNU/Linux, OS X a Windows, zdrojové kódy tedy nejsou dostupné.
3.2.10 Nástroj Libreverse
Posledním představeným nástrojem je aplikace Libreverse. Jejím autorem je Stephen
Torri. Tato aplikace není volně přístupná, její principy jsou však dobře zdokumentovány,
protože vznikla v rámci doktorského studia svého autora [26]. Libreverse podporuje sou-
borové formáty ELF, PE a Java Class. Od ostatních prezentovaných nástrojů se zásadně
liší způsobem detekce — nástroj použitý k vytvoření analyzovaného souboru je detekován
s využitím technik umělých neuronových sítí. Další informace o tomto nástroji nejsou dos-
tupné. Autor sice ve své dizertační prácí uvádí úspěšnost detekce použitého překladače (ne
packeru) až 99,88% pro souborové formáty ELF a PE a 98,53% pro formát Java Class,
nicméně tato úspěšnost je podmíněna předchozím procesem učení. Dizertační práce byla
obhájena v roce 2009 a vzhledem k nedostupnosti nástroje nelze udělat žádné závěry o jeho
úspěšnosti na aktuálních vzorcích.
3.2.11 Porovnání detektorů
Tabulka 3.2 obsahuje srovnání posuzovaných vlastností výše uvedených detektorů. Mezi
posuzované vlastnosti patří stejně jako v tabulce 3.1 licenční podmínky, multiplatformnost,
modifikovatelnost, podpora souborových formátů ELF a PE a případná podpora dalších
formátů. Navíc je u každého nástroje uvedeno zda je aktivně vyvíjen, nebo zda byl již
jeho vývoj ukončen. Ukončení vývoje je bráno jako nevýhoda — pokud program pro de-
tekci použitého překladače či packeru využívá metodu založenou na signaturách, nebude po
ukončení vývoje schopen korektně detekovat nově vytvořené překladače a packery a nové
verze již dříve vytvořených překladačů a packerů.

















































DiE 8 8 4 4 4 4 4
Exeinfo PE 8 8 8 8 4 8 4
FastScanner 8 8 8 8 4 8 4
Language 2000 8 8 8 8 4 4 8
PE Detective 8 8 8 8 4 8 8
Protection iD 8 8 8 8 4 8 4
RDG Packer Detector 8 8 8 8 4 8 4
PEiD 8 8 8 8 4 8 8
IDA 8 8 8 4 4 4 4
Libreverse ? ? ? 4 4 4 ?
Tabulka 3.2: Porovnání vlastností existujících detektorů použitého překladače či packeru.
Z výsledků shrnutých v tabulce 3.2 vyplývá, že žádný z uvedených detektorů nelze
v rekonfigurovatelném zpětném překladači využít. Podobně tabulka 3.1 ukazuje, že nelze
využít žádný z analyzátorů. Pro účely zpětného překladače je tak nutné vytvořit vlastní
nástroj, který by kombinoval funkci analyzátoru a detektoru.
Tímto nástrojem je aplikace fileinfo. V podkapitole 2.1.1 byly popsány informace,
které je tato aplikace schopna zjistit o souborech v podporovaných formátech (ELF, PE).
Jednou z nich je informace o použitém překladači či packeru — fileinfo tedy disponuje
funkcionalitou detektoru. Kromě informace o použitém překladači či packeru je tento nástroj
schopen zjistit čtyři další informace a lze ho tak označit i jako (jednoduchý) analyzátor.
Počet získávaných informací o vstupním souboru je však velmi nízký. Implementovaná
metoda detekce použitého překladače či packeru, která je popsána v podkapitole 4.2, má
praktické nedostatky i principiální omezení. Z těchto skutečností vyplývají hlavní cíle této
bakalářské práce:
• podstatné rozšíření množství informací získávaných o vstupním spustitelném souboru
a tedy implementace plnohodnotného analyzátoru
• rozšíření analyzátoru o podporu pro další formáty spustitelných souborů
• odstranění praktických nedostatků při detekci použitého překladače či packeru
• odstranění principiálních omezení při detekci použitého překladače či packeru
Návrh řešení těchto problémů a následná implementace tohoto návrhu jsou popsány





Tato kapitola shrnuje existující techniky analýzy spustitelných souborů, přičemž navazuje
na členění nástrojů pro analýzu spustitelných souborů zavedené v kapitole 3. V podkapi-
tole 4.1 je proto nejprve popsána technika získávání informací ze spustitelného souboru,
která je využívána v analyzátorech. Podkapitola 4.2 pak popisuje techniky detekce pou-
žitého překladače či packeru. Tyto techniky jsou implementovány v detektorech. Výjimku
tvoří detektor Libreverse. Metoda používaná v tomto nástroji byla nastíněna v podkapi-
tole 3.2.10 a dále již nebude uvažována.
4.1 Metoda získávání informací ze spustitelných souborů
Prvním krokem při získávání informací o spustitelném (obecně jakémkoliv vstupním) sou-
boru je určení souborového formátu. To je zvláště důležité u analyzátorů, které podporují
více formátů. Většinu formátů spustitelných souborů lze rozeznat na základě hodnot prvních
několika bajtů vstupního souboru. Tyto bajty označujeme jako tzv. magic bytes. Hodnoty
magic bytes pro nejrozšířenější formáty spustitelných souborů jsou uvedeny v tabulce 4.1.
Formát souboru Hodnoty magic bytes
ELF 7F 45 4C 46
PE 4D 5A nebo 5A 4D
Mach-O CA FE BA BE
Tabulka 4.1: Definované hodnoty magic bytes pro nejrozšířenější formáty spustitelných
souborů. Hodnoty jednotlivých bajtů jsou zapsány v hexadecimální soustavě a jsou
odděleny mezerou.
Po rozeznání formátu následuje načtení informací ze souboru. Analyzátor na základě
specifikace souborového formátu načítá informace ze souboru a ukládá si je do svých struk-
tur. Pokud při načítání narazí na zjevně nevalidní hodnotu, může ohlásit chybu, nebo se
pokusit o pokračování v analýze. Závěrečnou fází je předání zjištěných hodnot uživateli
v textové nebo grafické podobě.
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4.2 Metody detekce použitého překladače či packeru
Obsah této podkapitoly je klasifikován jako utajený, viz licenční ujednání.
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Kapitola 5
Návrh nových metod pro analýzu
spustitelných souborů
Obsah této kapitoly je klasifikován jako utajený, viz licenční ujednání.
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Kapitola 6
Implementace nových metod pro
analýzu spustitelných souborů




Tato kapitola diskutuje testování implementovaného analyzátoru a detektoru a dosažené
experimentální výsledky. Podkapitola 7.1 se zabývá popisem metod použitých pro testování
obecného analyzátoru. Podkapitola 7.2 diskutuje testování obecného detektoru. V podkapi-
tole 7.3 jsou popsány výsledky experimentů zaměřených na měření výkonnosti a paměťových
nároků aplikace fileinfo.
7.1 Testování obecného analyzátoru
Pro testování obecného analyzátoru byla zvolena metoda porovnávání výstupů aplikace
fileinfo s výstupy dalších — referenčních — analyzátorů.
Jako referenční analyzátory pro formáty ELF a PE byly zvoleny nástroje objdump a efd.
Byla vytvořena testovací sada čítající celkem 134 binárních souborů ve formátech ELF a
PE. Pro automatizaci testování byl vytvořen skript v programovacím jazyce Python. Tento
skript zajistil analýzu každého souboru z testovací sady pomocí aplikace fileinfo a pomocí
referenčních analyzátorů a uložení výstupu z každého analyzátoru do separátního souboru.
Druhou fází bylo ruční porovnání výstupů jednotlivých analyzátorů. Pokud byla ve
výstupu nástroje fileinfo nalezena odchylka od výstupu některého z referenčních ana-
lyzátorů, bylo na základě přezkoumání obsahu binárního souboru rozhodnuto, který ana-
lyzátor vypsal nevalidní informaci. Pokud byla chyba na straně aplikace fileinfo, byla
lokalizována v jejích zdrojových kódech a opravena.
Pro formát LOFF byla vytvořena testovací sada čítající 38 textových souborů v tomto
formátu. Referenčním analyzátorem pak byla aplikace objinfo, která je součástí projektu
Lissom. Postup testování byl totožný jako u formátů ELF a PE.
7.2 Testování obecného detektoru
Pro testování úspěšnosti detekce použitého překladače či packeru byla vytvořena sada číta-
jící celkem 5 759 souborů ve formátech ELF, PE a LOFF. Vytvořené soubory byly určeny
pro různé cílové architektury (např. Intel x86, x86 64, MIPS, ARM, SPARC, PowerPC) a
operační systémy (GNU/Linux, FreeBSD, Windows). Vytvořené soubory byly různě velké
(od jednotek kibibajtů až po desítky mebibajtů). Část vzorků obsahovala škodlivý kód.
Při překladu zdrojových kódů (z jazyků C, C++, Fortran a Haskell) byly využity různé
hodnoty parametrů pro překlad (např. generování vs. negenerování ladicích informací nebo
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míra optimalizace výsledného spustitelného souboru). Rovněž při packingu binárních sou-
borů byly použity různé hodnoty parametrů pro packing (např. míra komprese). U každého
vytvořeného souboru byla známa přesná verze nástroje, kterým byl vytvořen.
Testovací soubory byly proto nejprve rozděleny do separátních adresářů. V každém
adresáři byly obsaženy soubory vytvořené jednou verzí jednoho nástroje (překladače či
packeru). Pro automatizaci testování byl následně vytvořen skript v programovacím jazyce
Bash. Tento skript obsahoval seznam všech testovacích adresářů. Ke každému adresáři byl
ve skriptu přiřazen název a přesná verze nástroje, který vytvořil soubory v tomto adresáři.
Skript iteroval přes všechny adresáře, přičemž v každém adresáři zajistil analýzu všech
obsažených souborů pomocí aplikace fileinfo. Z výstupu aplikace fileinfo pak získal
informaci o detekovaných překladačích a packerech. Tuto informaci porovnal s očekávaným
výsledkem ve třech kategoriích:
• detekce jména použitého překladače či packeru (např. UPX)
• detekce hlavní verze (např. UPX 3.xx)
• detekce přesné verze (např. UPX 3.05)
Pokud ve všech kategoriích došlo ke shodě, detekce použitého překladače či packeru pro
daný soubor uspěla. V opačném případě byla detekce označena jako nesprávná. Jako režim
určující oblast vyhledávání signatur ve vstupním souboru byl ve všech testech použit mód
CP DEFAULT. Pokud jde o typ vyhledávání, použit byl mód EXACT MATCH.
Testovací soubory ve formátu ELF byly vytvořeny překladači gcc, clang, nwcc, Open64,
tcc, Texas Instruments, Android NDK a ghc. Do testovací sady byly zařazeny i soubory
vytvořené packery UPX a ELFCrypt.
Pro vytvoření souborů ve formátu PE byly použity překladače Borland C++, MinGW,
Intel XE, Microsoft Visual Studio a Open Watcom. Množina testovacích souborů byla
dále doplněna o soubory vytvořené sadou celkem 40 packerů. Mezi jinými byly použity pac-
kery ASPack, FSG, UPX, PECompact, EXEStealth, MEW, Obsidium či Morphine encryptor.
Soubory ve formátu LOFF byly vytvořeny pomocí aplikace bintran. Protože je ale
soubor ve formátu LOFF pouze jinou reprezentací původního spustitelného souboru, je
při testech souborů v tomto formátu za správnou považována detekce toho nástroje, který
vytvořil původní soubor.
K vytvoření vstupních souborů byly pro každý souborový formát použity nejen různé
nástroje, ale i různé verze konkrétního nástroje. Výsledky testování shrnuje následující
podkapitola.
7.2.1 Měření úspěšnosti detekce použitého překladače či packeru
Stejným způsobem, jakým byla testována úspěšnost aplikace fileinfo při detekci použi-
tého překladače či packeru, byla otestována i většina z nástrojů uvedených v podkapitole 3.2.
Výjimku tvořily nástroje Language 2000 (zastaralý nástroj), IDA (informace o použitém
překladači či packeru slouží pouze pro interní potřeby nástroje IDA) a Libreverse (ná-
stroj není volně dostupný). U všech nástrojů byly testovány jejich aktuální verze1 (viz
tabulka 7.1). Testována byla i původní implementace aplikace fileinfo. V dalším textu
je tedy pro odlišení obou verzí původní implementace označována jako verze 1.0, nová
implementace pak jako verze 2.0.
1Aktuální verze ke 4. únoru 2014.
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detektor počet signatur
jméno verze interní externí celkem
fileinfo 2.0 2224 0 2224
RDG Packer Detector 0.7.2 ? 10 ?
fileinfo 1.0 2181 0 2181
PEiD 0.95 672 1774 2446
Protection iD (PID) 0.6.5.5 543 0 543
Exeinfo PE 0.0.3.4 718 7076 7794
PE Detective 1.2.1.1 0 2806 2806
FastScanner 3.0 1605 1832 3437
DiE 0.81 ? 2100 ?
Tabulka 7.1: Přehled testovaných detektorů.
U nástrojů disponujících výhradně GUI nebylo možné provést automatizaci testování
pomocí skriptů. Tyto nástroje tak byly testovány manuálně. Výsledky byly zpracovány
separátně pro každý souborový formát.
Souborový formát PE
Formát PE podporují všechny testované detektory. Testovací sada pro tento formát čítala
celkem 5 317 binárních souborů. Výsledky jsou shrnuty v tabulce 7.2 a na obrázku 7.1.
detektor úspěšnost detekce
jméno jméno hlavní verze přesná verze
fileinfo 2.0 99,45% 99,45% 98,59%
RDG Packer Detector 98,01% 93,12% 44,95%
fileinfo 1.0 91,74% 91,25% 90,28%
PEiD 91,05% 21,31% 8,86%
Protection iD (PID) 90,77% 64,10% 49,75%
Exeinfo PE 90,63% 60,17% 48,64%
PE Detective 88,08% 33,55% 8,31%
FastScanner 87,34% 17,90% 2,97%
DiE 81,36% 51,61% 42,79%
Tabulka 7.2: Úspěšnost detekce použitého překladače či packeru pro souborový formát PE.
Z výsledků vyplývá, že nová verze nástroje fileinfo byla ve všech třech kategoriích
detekce nejúspěšnější. V prvních dvou kategoriích jí konkuroval především nástroj RDG
Packer Detector. Ve třetí — nejpřesnější — kategorii však rozíl mezi fileinfo a druhým
nejúspěšnějším nástrojem (tím byl, pomineme-li původní implementaci nástroje fileinfo,
program Protection iD) činil více než 48%. Nutné je poznamenat, že pro účely zpětného
překladu je vhodné znát přesnou verzi použitého překladače či packeru (dvě různé verze
jednoho překladače mohou např. generovat odlišné instrukční idiomy, dvě verze jednoho
packeru mohou měnit např. kompresní algoritmus). Výsledky z poslední kategorie tedy jasně
ukazují, že pro účely zpětného překladu je aplikace fileinfo nejvhodnějším nástrojem pro
detekci použitého překladače či packeru pro soubory ve formátu PE.
Ve srovnání s původní implementací přinesla nová verze nástroje fileinfo zlepšení















Detekce názvu (např. UPX)
Detekce hlavní verze (např. UPX 3.xx)
Detekce přesné verze (např. UPX 3.05)
Obrázek 7.1: Graf úspěšnosti detekce použitého překladače či packeru pro souborový
formát PE.
Souborový formát ELF
Formát ELF podporují pouze nástroje fileinfo a DiE. Úspěšnost ostatních nástrojů tedy
byla 0% a byly vyřazeny z výsledků pro tento souborový formát. Testovací sada čítala
celkem 197 souborů. Výsledky znázorňuje tabulka 7.3 a obrázek 7.2.
detektor úspěšnost detekce
jméno jméno hlavní verze přesná verze
fileinfo 2.0 98,98% 98,98% 98,98%
DiE 69,04% 4,57% 4,57%
fileinfo 1.0 55,84% 55,84% 55,84%















Detekce názvu (např. UPX)
Detekce hlavní verze (např. UPX 3.xx)
Detekce přesné verze (např. UPX 3.05)
Obrázek 7.2: Graf úspěšnosti detekce použitého překladače či packeru pro souborový
formát ELF.
Rovněž v testech zaměřených na soubory ve formátu ELF dosáhla nová verze aplikace
fileinfo nejlepších výsledků. Rozdíl v úspěšnosti detekce činil oproti aplikaci DiE v nej-
31
přesnější kategorii více než 94%, oproti původní implementaci nástroje fileinfo pak více
než 43%.
Souborový formát LOFF
Detekce použitého překladače či packeru pro soubory ve formátu LOFF je podporována
pouze novou verzí aplikace fileinfo. Testovací sada čítala celkem 245 souborů, které
vznikly konverzí části testovací sady pro zbylé dva souborové formáty. Výsledky jsou shr-
nuty v tabulce 7.4.
detektor úspěšnost detekce
jméno jméno hlavní verze přesná verze
fileinfo 2.0 100,00% 100,00% 99,59%
Tabulka 7.4: Úspěšnost detekce použitého překladače či packeru pro souborový formát
LOFF.
Procentuální úspěšnost detekce se i v testech zaměřených na LOFF soubory pohybovala
vysoko nad hranicí 95%. Při detekci jména a hlavní verze použitého nástroje bylo dokonce
dosaženo úspěšnosti 100%.
7.3 Experimentální měření výkonnosti a paměťových nároků
aplikace fileinfo
Tato podkapitola se zabývá popisem experimentů zaměřených na měření výkonnosti apli-
kace fileinfo. Na základě výsledků těchto experimentů je pak diskutován přínos rych-
lostních optimalizací popsaných v kapitole 6. Dále jsou popsány experimenty zaměřené na
měření paměťových nároků aplikace.
7.3.1 Parametry výkonnostních experimentů
Celkem 5 514 spustitelných souborů ve dvou souborových formátech (ELF a PE2) bylo po-
mocí skriptu pro automatizaci experimentů — napsaného v programovacím jazyce Bash —
analyzováno nástrojem fileinfo. Skript byl nejprve napsán tak, aby soubory analyzovala
původní verze aplikace. Po pětinásobném spuštění byl skript upraven tak, aby k analýze
byla použita nová verzi aplikace fileinfo. Poté byl skript opět spuštěn pětkrát.
Skript v každém běhu pomocí unixového příkazu time zaznamenal reálný čas nutný pro
analýzu všech vstupních souborů. Během experimentů nebyla spuštěna žádná další aplikace
(bylo tedy dbáno na vytvoření prostředí s minimální vedlejší zátěží, kdy vedle skriptu pro
automatizaci experimentů běžely pouze procesy operačního systému). Tabulka 7.5 shrnuje
hardwarové a softwarové parametry sestavy, na níž bylo měření provedeno. Tyto parametry
byly v každém běhu skriptu stejné3.
2Formát LOFF byl z experimentů vyloučen, protože nebyl podporován původní verzí aplikace fileinfo.
3Kombinace parametrů CP DEFAULT a EXACT MATCH v nové verzi aplikace fileinfo je sémanticky
rovna použití parametru CP DEFAULT v původní verzi aplikace.
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Parametr Hodnota
procesor Intel Core 2 Duo T6600
počet jader 2
taktovací frekvence 2.2 GHz
rychlost sběrnice FSB 800 MHz
velikost operační paměti 4 GiB
operační systém GNU/Linux Mint 13 Maya
verze jádra operačního systému 3.2.0-23
virtualizace systému ne
použitý překladač zdrojových kódů aplikace fileinfo gcc 4.6.3
míra optimalizací při překladu -O2
formát vytvořeného spustitelného souboru aplikace fileinfo ELF
režim určující oblast vyhledávání signatur ve vstupním souboru CP DEFAULT
režim určující typ vyhledávání signatur ve vstupním souboru EXACT MATCH
Tabulka 7.5: Parametry sestavy určené pro výkonnostní experimenty.
7.3.2 Vyhodnocení výkonnostních experimentů
Po dokončení experimentů byl vypočten aritmetický průměr ze všech pěti výsledků pro
příslušnou verzi aplikace. Průměrná doba běhu původní verze aplikace fileinfo činila
70,22 minuty. Průměrná doba běhu nové verze byla 8,04 minuty. Došlo tedy k výraznému
zrychlení aplikace fileinfo. Faktor zrychlení (angl. speed factor), tedy podíl průměrného
času původní a nové verze, dosáhl hodnoty 8,73. Lze tedy mluvit o téměr devítinásobném
urychlení aplikace. Běh nástroje se urychlil navzdory tomu, že nová verze aplikace fileinfo
zjišťuje o vstupním souboru — ve srovnání s původní verzí — mnohem více informací.
Hlavní příčinou zrychlení je změna algoritmu pro vyhledávání v signaturách. Obrázek 7.3
















Obrázek 7.3: Porovnání rychlosti původní a nové verze aplikace fileinfo.
7.3.3 Měření paměťových nároků
Vedle měření rychlosti byly zjišťovány i paměťové nároky aplikace fileinfo. Pro tyto
měření byla sestavena sada čítající celkem 14 spustitelných souborů ve formátech ELF a
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PE. Každý soubor byl analyzován pomocí původní i nové verze aplikace fileinfo, přičemž
pomocí nástroje Massif [11] byly zjištěny paměťové nároky obou verzí aplikace při analýze
souboru. Parametry sestavy určené pro tyto experimenty odpovídají parametrům v ta-
bulce 7.5. Kritériem použitým pro porovnání paměťové náročnosti obou verzí aplikace byla
maximální velikost paměti alokované na haldě v jeden okamžik. Pro každý soubor byl
vypočten faktor paměťové náročnosti, definovaný jako podíl, kde dělencem byla hodnota
kritéria pro novou verzi aplikace fileinfo, dělitelem pak hodnota kritéria pro původní
verzi aplikace fileinfo.
Vypočtená hodnota faktoru paměťové náročnosti se pohybovala v rozmezí od 0,95 do
1,53. Ve dvou případech byl faktor paměťové náročnosti menší než 1, nová verze aplikace
fileinfo tedy v těchto případech využila při analýze vstupního souboru menší množství
paměti, než původní implementace. Ve zbylých 12 případech byla ovšem hodnota faktoru
paměťové náročnosti vyšší než 1, nová verze tedy v těchto případech měla vyšší paměťové
nároky. Byla zaznamenána pozitivní korelace mezi velikostí faktoru a velikostí vstupního
souboru.
Z výsledků lze konstatovat, že nová verze aplikace fileinfo má při analýze většiny
vstupních souborů vyšší paměťové nároky než původní verze. Poměr paměťových nároků
nové verze a paměťových nároků původní verze stoupá s velikostí vstupního souboru, což
je způsobeno především přidáním řady nových analýz (např. heuristická detekce použitého
překladače či packeru, analýza sekcí, analýza symbolů, analýza relokací nebo specifické ana-
lýzy pro architekturu ARM). Vzhledem k tomu, že maximální velikost paměti alokované
na haldě v jeden okamžik se (při analýze souborů o velikosti v řádu desítek mebibajtů) po-





V této bakalářské práci byly představeny existující metody a nástroje pro analýzu spusti-
telných souborů a pro detekci použitého překladače či packeru. U každého nástroje byly
podrobně rozebrány jeho schopnosti a nedostatky, přičemž bylo usouzeno, že žádný z pre-
zentovaných nástrojů není použitelný pro účely rekonfigurovatelného zpětného překladače
a nutná je tedy existence vlastního nástroje, který by kombinoval funkci analyzátoru a
detektoru.
Tímto nástrojem je v rekonfigurovatelném zpětném překladači aplikace fileinfo. I u to-
hoto nástroje však byly shledány nedostatky, ze kterých vyplynuly hlavní cíle této práce.
Mezi tyto cíle patřilo zásadní rozšíření množství informací získávaných o vstupních spus-
titelných souborech (implementace plnohodnotného analyzátoru), zavedení heuristických
technik pro detekci použitého překladače či packeru, rychlostní optimalizace a přidání pod-
pory pro další formáty spustitelných souborů.
Vzhledem k množství nutných změn bylo nejprve rozhodnuto o tom, že nástroj fileinfo
bude implementován zcela znovu, od začátku. Před vlastní implementací byl nejprve s vy-
užitím formálních prostředků vytvořen objektový návrh, který se stal základem pro imple-
mentaci v jazyce C++.
Realizací objektového návrhu pak vznikla nová generace aplikace fileinfo, která pod-
poruje tři souborové formáty (binární i textové) a co do množství poskytovaných informací
je srovnatelná s ostatními analyzátory. Implementovány byly mj. specifické analýzy pro
architekturu ARM, které mohou zvýšit přesnost výstupů zpětného překladače. Oproti pů-
vodní implementaci došlo k přidání několika druhů heuristik pro detekci použitého překla-
dače či packeru. Tyto heuristiky umožňují mj. detekci některých polymorfních packerů.
Díky profilování a následné optimalizaci je nová generace nástroje fileinfo v porovnání
s předchozí implementací téměř devítinásobně rychlejší.
Vytvořené řešení bylo úspěšně otestováno při analýze několika tisíc spustitelných sou-
borů ve všech podporovaných formátech. Část testovací sady tvořili soubory obsahující
škodlivý kód. V rámci testování byla měřena i úspěšnost detekce použitého překladače či
packeru, a to jak u aplikace fileinfo, tak i u dalších detektorů. Z výsledků těchto měření
vyplynulo, že úspěšnost aplikace fileinfo při detekci použitého překladače či packeru je
zdaleka nejvyšší ze všech testovaných nástrojů.
Vybrané problémy řešené v rámci této bakalářské práce se staly součástí odborného
článku Advanced Preprocessing of Binary Executable Files and its Usage in Retargetable
Decompilation [22]. Článek úspěšně prošel recenzním řízením a na konci června 2014 bude
publikován v časopisu International Journal On Advances in Software. O práci byl dále
sepsán článek [29], se kterým jsem se zúčastnil studentské soutěže EEICT a umístil se na
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druhém místě v kategorii Informační systémy v bakalářské formě studia.
Aplikaci fileinfo i knihovnu cpdetectl lze dále rozvíjet o podporu pro další formáty
spustitelných souborů, jako např. Mach-O, Java Class nebo bFLT. Dalším možným vylepše-
ním je implementace nových architekturně specifických analýz, například pro architekturu
MIPS. V rámci práce bylo implementováno celkem 34 heuristik pro detekci použitého překla-
dače či packeru, je zde však otevřený prostor pro další rozvoj heuristické detekce. Lze také
vytvářet nové signatury. Jako vhodný námět do budoucna se jeví vytvoření programu pro
správu signatur. Tento program by kontroloval všechny signatury v interní, popř. v externí
databázi a hledal by (i částečné) shody v signaturách. Pokud by se dvě či více signatur
zcela shodovalo, bylo by možné je sloučit do jedné. V úvahu připadá i další změna formátu
signatur, kde by se z řetězcové reprezentace položky pattern přešlo na číselnou reprezen-
taci, podobně jako tomu bylo u offsetů. Otázkou by v takovém případě byla reprezentace
speciálních znaků (pomlčka a zpětné lomítko).
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