Abstract. In this paper, we present a novel approach for the management of the ontology-based knowledge management system. It extends our previous work in the ontology evolution by taking into account the usage of the ontology in the knowledge management system. The approach is mainly based on the analysis of the users' behaviour in two phases of a knowledge management cycle: (i) in providing knowledge by analysing the quality of annotations and (ii) in searching for knowledge by analysing users' queries and the responses from the knowledge repository. This analysis results in the recommendations for changes in the underlying ontology, the annotations and/or the knowledge repository in order to make the whole system more efficient. We present two short case studies.
Introduction
Successful knowledge management is the key to many areas of corporate growth, including a successful creation of new electronic commerce strategies and businesses. But a successful implementation of a knowledge management strategy entails much more than just high-level strategic understanding and establishment of knowledgesharing policies. Foremost, it requires a successful delivery of relevant knowledge to people who need it, when they need it [1] . In fact, the effectiveness of a knowledge management strategy rests on the effectiveness of searching, which can be illustrated through the statement of a leading automotive manufacturer [2] : "if our people saved just 10 minutes a day in wasted search time, our company would see savings of $100m per year". Consequently, if someone can't find the knowledge she seeks, then the knowledge management system had failed to meet user's expectation and it doesn't fulfil its purpose.
However, the focus of searching is not only to find knowledge, but also to find knowledge easily, since a user prefers to get only a few highly relevant knowledge resources that will help in resolving the problem at hand. This requires the methods for decreasing information overload, which is the most frequently occurring problem in the knowledge management practice. The well-known trade-off between precision and recall makes resolving this problem very difficult.
From the knowledge management point of view, the task of achieving efficient searching for knowledge can be decomposed into two subtasks:
-how to enable that the content of the knowledge repository reflects knowledge needs of users, e.g. the knowledge repository contains knowledge resources which users are interested in; -how to support efficient finding 1 of such knowledge resources, e.g. to ensure the retrieval of the highly relevant resources. Knowledge needs of the users can be defined as requirements for the delivery of the knowledge resources, which might help users in solving tasks they are working on. Knowledge needs are related to the concrete users and concrete problems, which means that for each organisation they have to be designed separately. Moreover, they are dynamic categories and they have to be changed according to the preferences of users, new employees, new style of the learning on-the-site. Consequently, an efficient knowledge repository should reflect knowledge needs of users and adapt continually its content to evolving users' preferences. For example, when a lot of users are interested in two topics together (e.g. debug and java) and there is no knowledge resource relevant to this need, then an efficient knowledge management system should generate a requirement to "import" in the knowledge repository one or more new knowledge resources about the combination of these topics (e.g. a document about how to perform debugging of a java code). Moreover, the further analysis of this requirement can result in learning actions, such as the creation of a new course about these topics (e.g. a course about methods for debugging java programs) or in better understanding of the problem domain (e.g. the java-debugging is a knowledge-intensive task, it can be error-prone and a constraint in the javasoftware development, it requires an especial experience etc).
Even when the knowledge repository contains resources which a user is interested in, it remains the question how to support the efficient finding of such resources. Since the searching for resources is organised as a process of going through "index" space of these resources, the crucial factor for a more efficient searching is the way in which indexes are organised. One of the most promising approaches is the organisation of indexes based on the conceptual model of a domain, i.e. ontologies, providing substantial improvements to traditional search systems [3] . In a knowledge management system ontologies are used as a conceptual backbone for providing information about knowledge resources and for accessing to the knowledge resources [4] . More precisely, in an ontology-based knowledge management system ontologies support the process of "indexing" content of a knowledge resource -so called semantic annotation [5] and the navigation through the knowledge repository -so called conceptual navigation [6] . However, ontologies, as a conceptual model for the given business domain, should react to all changes in the business environment. This includes accounting the modification in the application domain or in the business strategy; incorporating additional functionality according to changes in the users' needs; organizing information in a better way etc. If the underlying ontology is not 1 In the context of this paper the term "efficient finding" is related to the high precision of the information retrieval system. For the given request and the system's response, the following numbers can be determined: r = number of relevant documents in database, n = number of documents retrieved, nr = number of relevant documents retrieved. Assuming n, r > 0 than recall = nr/r and precision = nr/n up-to-date or the annotation of knowledge resources is inconsistent, redundant or incomplete, then the reliability, accuracy and effectiveness of the system decrease significantly [7] . In order to avoid these real problems, ontology-based applications have to be supported by a very efficient mechanism for the discovering of these changes, analysing and resolving them in a consistent way [8] .
Summarising the previous discussion, it can be concluded that an efficient ontology-based knowledge management system requires a management component that will be able to cope with the frequent changes in user's preferences as well as in business environment. However, although the importance of such management component is demonstrated in the industrial praxis [9] , as known to the authors, methods and tools supporting this complex activity are still missing.
In this paper we present a usage-oriented approach for the management of an ontology-based knowledge management system, which is based on our previous research in the dynamic knowledge management [7] and ontology evolution [8] . The approach is oriented toward the analysis of the users behaviour in two phases of a knowledge management cycle [10] : (i) in providing knowledge by analysing the quality of annotations and (ii) in searching for knowledge by analysing users' queries and the responses from the knowledge repository. We assume that the searching procedure itself is realised as an ontology-based inferencing mechanism, which already proved its efficiency [11] . The analyses result in the recommendations for changes in the underlying ontology, the annotations and/or knowledge repository in order to make the process of searching for knowledge more efficient. Moreover, the approach results not only in the increasing the precision of the knowledge retrieval system by making the annotations more optimal, but also in the overall guidelines how to avoid potential knowledge overload or gap in the system. These guidelines are dynamically adapted to the changes in users' needs, which are not explicitly stated but discovered from the data. Consequently, our approach leads to a self-evolving knowledge management system, which can discover changes in its environment autonomously and reacts on them accordingly.
The paper is organised as follows: In the second section we propose the conceptual architecture of the management component in an ontology-based knowledge management system, whereas in the section 3 more details about two main modules, namely Ontology Evolution and KM Change Discovery, are given. Section 4 contains two evaluation studies. After a discussion of related work in the section 5, concluding remarks summarize the importance of the presented approach.
Conceptual Architecture
As mentioned in the introduction, the management of an ontology-based knowledge management system is a complex problem and requires dealing with frequent changes in user's needs as well as business environment. In this section we present a novel framework for the management, which includes mechanisms for tracking users' behaviour and ontology evolution. The conceptual architecture is given on the Fig. 1 . In order to be found efficiently, the content of knowledge resources (cf. 1 and 2 in Fig. 1 ) is described by several topics, which are related to the underlying domain ontology (3). Due to the great importance of the "quality" of annotation to the efficiency of a knowledge management, we consider manual annotation of knowledge resources, which can be supported by an annotation tool [5] . Though not perfect, manual annotation is currently the most appropriate, since the expert on the domain subject provides annotation in a way, which facilitates the search process [12] .
The annotation can be the task either of the author of the knowledge resources or a specialist, i.e. knowledge annotator (4). Annotations can be explicitly added to the knowledge resources, e.g. in the form of XML comments (5), or may be placed in a separate knowledge repository with the reference to the original source (6) . In the first case, such annotations are crawled (7) into the knowledge repository, thus the analysis remains the same for both cases.
Since the annotations are "interfaces" to knowledge resources, their structure should be analysed in order to resolve problems, which can arise in the searching for knowledge, e.g. knowledge gap or knowledge overload. The analysis of annotations is performed in the KM Change Discovery component (8) . It results in the set of recommendation for changes in the annotations and/or domain ontology, which are processed in the ontology evolution component (9) . The knowledge engineer (10) accepts or rejects such recommendations. The ontology evolution component ensures that the ontology and all dependent artefacts remain in the consistent stage after resolving changes [8] .
The information whether and how the knowledge repository reflects knowledge needs of end-users (11) can be obtained by analysing the users' interaction with the system, e.g. which topics are searched for, how many results are delivered, which documents are retrieved etc. This data is captured in the log file (12) in the form of the instances of the log-ontology (13) (see the Section 3.2.2). The log file is also proceeded in the KM Change Discovery module (8) . In contrast to the analysis of annotations, the log-file analysis might result in requirements for the update in the knowledge repository or in suggestions for revision of the knowledge strategy (14) .
However, the changes derived from the user's behaviour are application-oriented and, after applying these changes, the system should improve its performances. The task of the KM Validation module (15) is to restore the original state of the whole system (the ontology, annotations and the knowledge repository) in the case of decreasing performances. This feature is very useful in situations when some finetuning is needed and there are several possibilities to resolve the changes.
In the next section, we describe the main modules in more details.
Management Component in the Ontology-Based Knowledge Management System
The management component in the ontology-based knowledge management system should take into consideration (i) the ontology as a domain model that might underpin different applications or can be used for many purposes and (ii) the usage of the ontology in the knowledge management system. Consequently, the corresponding management component contains two essential parts:
-the ontology evolution component as a basic component that enables the timely adaptation of an ontology, as well as the consistent management/propagation of the ontology changes to dependent elements [8] ; -the knowledge management extensions of the basic component that incorporates context in which the ontology and its instances are used.
In the rest of this section, we present the above-mentioned components and indicate their significance for the improving of a knowledge management system.
Ontology Evolution
Based on our experience in building ontologies and using them in several applications (e.g. [6] ), we have formulated the following set of design requirements for ontology evolution:
1. It has to (i) enable resolving the given ontology changes and [8] (ii) ensure the consistency of the underlying ontology and all dependent artefacts [7] ; 2. It should be supervised allowing the user to manage changes more easily [13] ; 3. It should offer advice to the user for continual ontology refinement [14] . The first requirement is the essential one for any ontology evolution approachafter applying a change to a consistent ontology, the ontology should remain in a consistent state. However, there are many ways to achieve consistency after a change request. A mechanism that enables users to manage changes which result not in an arbitrary consistent state, but in a consistent state fulfilling the user's preferences, is described in [8] .
The second requirement complements to the first one by presenting the user with information needed to control changes and make appropriate decisions. When working on an ontology collaboratively, different knowledge engineers may have different ideas about how the ontology should be changed. Further, the knowledge engineer may fail to understand the actual effect of the change and approve the change that shouldn't be performed. Moreover, it may be desired to change the ontology for experimental purposes. Thus, ontology evolution has to enable undoing changes at the user's request.
The last requirement states that potential changes improving the ontology may be discovered semi-automatically. An ontology may be in a consistent state, but it may contain some redundant entities or can be better structured with respect to the domain. For example, multiple users may be working on different parts of an ontology without enough communication. They may be deleting subconcepts of a common concept at different points in time to fulfil their immediate needs. As a result, it may happen that only one subconcept is left. Since classification with only one subclass beats the original purpose of classification, we consider such ontology to have a suboptimal structure. To aid users in detecting such situations, we investigated the possibilities of applying the self-adaptive system principles and proactively making suggestions for ontology refinements -changes to the ontology with the goal of improving ontology structure, making the ontology easier for understanding and cheaper for modifying.
A more careful analysis of these requirements (e.g. the changes have to be captured, analysed, applied and validated by the user) implies the necessity to consider the ontology evolution problem as a composition of several subproblems realized in a determined sequence. This sequence of activities is called the ontology evolution process. Due to lack of space we omit the detailed description of the phases of the ontology evolution process, which can be found in [8] .
KM Change Discovery
Some changes in the domain are implicit, reflected in the behaviour of the system, and can be discovered only through the analysis of its behaviour. In contrast to the ontology refinement phase [15] in the ontology evolution component that is based on the analysis of the structure of an ontology and its instances, the KM Change Discovery component (cf. 8 in Fig. 1 ) takes into account the usage of the ontology in a knowledge management system. Its goal is to generate recommendations for the improvement of the ontology-based knowledge management system, from the point of view of the efficiency of searching for knowledge. Our approach for change discovery is usage-oriented and it is based on the analysis of the results of the user's activities in knowledge providing and knowledge accessing phases of the knowledge management process. Since the annotations are results of the knowledge providing phase, their analysis can discover ambiguity in the description of the content of the knowledge resources. The ambiguity is the main factor that decreases precision in the knowledge retrieval. Considering the knowledge accessing phase, we analyse the user's queries and the response of the knowledge repository, which are reflections of the user's needs and the "response factor" (see 3.2.2) of the knowledge repository, respectively.
In the rest of this section, we discuss both analyses we perform in order to discover the changes in a knowledge management system: -the analysis of the knowledge resources annotations' quality; -the analysis of the users' interaction during the search in the knowledge management system.
Changes Discovered from the Annotations
The experience from the information retrieval research shows that the "quality" of annotations is crucial for the retrieval of relevant knowledge resources. Our primary objective was not only to monitor the quality of annotations over time, but also to suggest how to adapt them or the underlying ontology, in order to enhance the whole system. Indeed, we developed an approach (and corresponding tools) that guides the knowledge engineer through the update process, rather than requiring them to find what has to be modified and how. In this way we alleviate the modification process, but we don't perform the modification, since the knowledge engineer has to decide whether she wants to apply the suggestions or not.
We define the quality of annotations 2 according to two assessment criteria:
-Validity -if metadata in annotation is inconsistent with the domain ontology, then the metadata is not treated in the knowledge sharing; -Optimality -if metadata in the annotation is redundant, inaccurate or incomplete, then it can seriously damage the users' confidence in the system; To note that assessment is performed on the annotation level, and the ontology structure is the basis for all measures. From the point of view of the information retrieval, the analysis of the first criterion enables increasing of the recall of the system, whereas the second criteria ensures enhancing of the precision. While the main problem in the sharing of knowledge in a knowledge management system is the huge percent of irrelevant information (i.e. low precision), in the rest of this section we elaborate only the secondly mentioned annotation quality criteria. Moreover, we explain how this assessment can help a knowledge engineer to refine and improve the annotation and/or ontology, in order to support searching for knowledge. The analysis of first assessment criteria is given in [15] .
Optimality
In order to emphasise the real need of the optimal annotation, we use examples from the MEDLINE 3 database, which represents the state-of-the-art in human indexing. However, our experiments with MEDLINE show that there are many possibilities to optimise the annotations.
To estimate the optimality of an annotation, we introduce the following three criteria that are important from the knowledge management point of view:
1. Compactness -A semantic annotation is incompact or redundant if it contains more metadata than is needed and desired to express the same "idea". In order to achieve compactness (and thus to avoid redundancy), the annotation has to comprise the minimal set 4 of the metadata without exceeding what is necessary or useful. The repetition of the metadata or the usage of several metadata with the same meaning only complicate maintenance and decrease the system performance.
Concept hierarchy and property hierarchy from the domain ontology are used to check this criterion. The first example in Fig. 2 represents the incompact annotation, because the knowledge resource is annotated, after all, with the concept Person and its subconcept Female. When someone searches for all knowledge resources about Person, she searches for the resources about all its subconcepts (including Female) as well. Consequently, she gets this resource (minimum) twice. Moreover, such annotation introduces an ambiguity in the understanding of the content of a knowledge resource, which implies problems in knowledge sharing. Let us examine the meaning of the annotation of a medical document using the set of metadata Person, Female, Aspirin, Complications. Does it mean that the document is about complications in using aspirin only in females, or in all persons? When the second answer is the right one, then this document is also relevant for the treatment of male persons with aspirin. This implies new questions: is the annotation using metadata Female an error, or the metadata Male is missing? Anyway, there is an ambiguity in annotations, which can be detected and resolved by using our approach.
In order to prevent this, a knowledge resource should be annotated using as special metadata as possible (i.e. more specialised sub-concepts). In this way, the mentioned ambiguities are avoided. Moreover, the maintenance of the annotations is also alleviated, because the annotation is more concise and only changes linked to the concept Female (first example in Fig. 2 ) can provoke changes in the annotation.
2.
Completeness -An annotation is incomplete if it is possible to extend the annotation only by analysing existing metadata in the annotation, in order to clarify its semantic. It means that the annotation is not finished yet, and requires that some additional metadata have to be filled up.
This criterion is computed based on the structure of the domain ontology. For example, one criterion is the existence of a dependency in the domain ontology between the domain entities, which are already used in the annotation. The second example in Fig. 2 contains concepts with many relationships between them (e.g. properties "cures" and "causes" exist between concepts Therapy and Disease). The interpretation is ambiguous, e.g. are the knowledge resources about how a disease (i) can be cured by a therapy, or (ii) caused by a therapy. In order to constrain the set of possible interpretations, the annotation has to be extended with one of these properties.
This problem is especially important when the knowledge repository contains a lot of resources annotated with the same concepts, because the search for knowledge retrieves irrelevant resources that use certain concepts in a different context. Consequently, the precision of the system is decreased. 3. Aggregation -An annotation is aggregative if it contains a set of metadata that can be replaced with semantically related metadata in order to achieve a shorten annotation, but without producing any retrieval other than the original annotation. For example, this pattern for the annotation refinement occurs when a resource is described with all subconcepts of one concept (concepts Female and Male in third example in Fig. 2) . From the searching for knowledge point of view, it is the same whether a resource is annotated using the combination of concepts (e.g. Female and Male) or using only the parent concept (e.g. Person). It is obvious that the second case of annotation makes the management much easier. Moreover, since the standard approaches for the ranking results of querying [6] exploit conceptual hierarchies, for example in a querying for persons a resource annotated using Female and Male will be placed at the same level as a resource annotated using only one of these concepts. It has to be ranked on the top level (level of concept Person), because it covers all subtypes of concept Person.
Changes Discovered from the End-Users' Activities
The task of a knowledge management system is to deliver the right knowledge in the right moment (at the right place). Interpreted on the level of the searching for knowledge, it means that a user has the opportunity to easily find relevant knowledge resources for the topics which are important for the problem she solves. In other words, the list of retrieved knowledge resources for a user query should not be empty, and should also contain only highly relevant sources.
It implies that the management component of a knowledge management system should track the interests of users, as well as the list of answers for the posted queries. In order to support this task, our system records the user's interaction with the knowledge management system. The prerequisite for the meaningful analysis is that this log information is properly organized and interpreted. In order to use as much as possible of the existing mechanism for storage and query, we introduced the log ontology. The role of the log ontology is to model what happens, and why, when, by whom, how it is performed. Indeed, the structure of the log ontology is determined in order to enable reasoning about accessibility, usability and numerousness of knowledge resources, as well as domain knowledge. Each user's activity is captured in a log file in the form instances of the log ontology. Fig. 3 shows a part of the log ontology and the corresponding log metadata. Fig. 3 . Log ontology and log metadata. The conceptual structure of the log ontology is represented in the left part. The right part shows several log entries in the form of metadata generated as a response to the user's request for knowledge resources about Aspirin and Disease.
Log Ontology Log metadata
To note that the presented log file tracks only the interaction which is related to the knowledge management task, i.e. each user's activity is modeled through the hierarchy of the concept Event. We assume that only a knowledge engineer has privileges to modify the domain ontology, and the end users search for knowledge resources or provide a new knowledge resource. Thus, the log ontology doesn't contain events regarding the development/evolution of the domain ontology.
Each event has one or more data elements that are specific to that event. For all events, the model includes a timestamp, user, previous event etc. In the current realization, this information has only a documentation purpose. For our analysis, the most important parts of the log ontology are those related to (i) representing the user's interest (concept Interest in Fig. 3 ), (ii) number of answers (property numOfResults) provided by the system and (iii) answers themselves (concept Result). In the rest of the section, we perform the following analyses: 1) the analysis of the users' interests -the frequency of a topic's occurrence in the users' queries 5 ; 2) the analysis of the knowledge repository response factor -the capability of the knowledge repository to satisfy the users' interests in an efficient manner.
The Analysis of the Users' Interests
We define the rate of interest IRate(E) of users for an ontology entity E as:
IFrequency(E) represents the users' interest in ontology entity E, and it is calculated as a ratio between the numbers of the users' interactions with the system related to the ontology entity E and the total number of the interactions. Indeed, we use the formula:
is the number of queries that contains entity E, and Q is the total number of queries.
The clarity factor represents the uncertainty to determine the user's interest in a posted query. For example, when a user makes a query using a concept Person, which contains two subconcepts Female and Male, it could be matter of discussion: whether she is interested in the concept Person or in its subconcepts, but she failed to express it in a clear manner. Our experiences show that users who are not familiar with the given ontology used to use a more general concept in searching for knowledge resources, instead of using more specific concepts. In other words, the clarity factor makes the calculation of the users' interest more sensitive to the structure of the ontology by accounting possible "errors" in the query formulation.
The formula for the clarity factor depends on the entity type:
whereas numSubConcepts(E) is the number of subconcepts of a concept E, numSubProperties(E) is the number of subproperties of a property E and numDomains(E) is the number of domains defined for the property E.
The coefficient k is introduced in order to favour the frequency of the usage. It is calculated using the following formula:
where numLevel(E) is the depth of the hierarchy of the entity E.
Our primary goal is to decrease the impact of the non-leaf concepts, since they represent the common view to the set of their subconcepts, as described above. The similar strategy is applied to the properties and their hierarchy. However, the unclearness of reasons for a property usage can also arise when multiple domains for a property are defined. Thus, in order to clarify the context of a property usage, we require the explicit specification of the domain of that property, or otherwise we decrease its clarity factor.
The IRate value is calculated for all entities, and two extreme cases are analysed: the frequently used and unused entities. The first extreme corresponds to the entities with the highest rates that should be considered for changes. The formula (1) expresses our experience that the frequent usage of an entity in queries can be a consequence of the bad modelling of the hierarchy of that entity, i.e. in modelling that entity, the hierarchy is not explored in details. For example, in a medical domain the concept Person is not split into concepts Male and Female, although there are a lot of differences between medical treatment of male and female patients. In end effect, any time the user wants to find knowledge resources related to either the male or female patients, she has to make a query with the concept Person and consequently the number of retrieved queries is huge. Therefore, our analysis can suggest that the concept Person should be divided into several subconcepts. The knowledge engineer decides whether and how to do that. If the considered concept already has a hierarchy, then its suitability (probability) for change is decreased by the clarity factor. The similar strategy is applied to the properties, too.
In the case that nobody is interested in an entity, i.e. the rate of interest for that entity is equal 0, then the entity should be considered for deleting from the ontology and consequently from annotations. However, the problem arises when the knowledge repository contains a lot of resources annotated with that entity. It can be interpreted in various ways, including that the topic is interesting for the community, but not used in past projects, or that employees are very familiar to this topic, etc.
The previous analysis takes into consideration only one entity. The recent analyses show that web users typically submit very short queries to search engines and the average length of web queries is less than two "words" [16] . For an enterprise portal we suppose making of queries containing 3-4 searching topics, which implies some extension in the calculation of the clarity factor. This analysis is out of scope of this paper and can be found in [15] .
The Analysis of the Content of the Knowledge Repository
The previous analysis makes the recommendations only for the changes in the ontology and the annotation by considering the user's interests. In this section, we extend it by analysing the users' interaction during the search in the knowledge management system. Indeed, in order to estimate the usefulness of the repository to the user's needs, we analyse the number of retrieved knowledge resources for a query. This value represents the response factor, and can be expressed as:
whereas KR(E) is the number of knowledge resources retrieved for the entity E and KR is the total number of resources in the repository. The formula (2) reflects the situation in which a problem arises when knowledge resources related to an entity are frequently requested, but the repository is very rarely filled by such resources. This problem is known as the knowledge vacancy. Its occurrence can be a signal to the knowledge engineer to incorporate new resources for the entities with the high IRate and low RFactor into the knowledge repository or at least to analyse why this knowledge vacancy has arisen. The most critical case is when RFactor(E) is equal to 0, which means that the knowledge repository doesn't contain the resources related to the entity E, although there are interests for that entity. One of the interpretations is the knowledge gap -an empty knowledge space.
Moreover, it is possible to make the complement analysis for the high value of RFactor and low value of IRate. It means that there are a lot of knowledge resources related to an entity, since they are annotated with that entity. However, that entity is very rarely used in queries. The knowledge engineer has to decide whether it is necessary to refine the knowledge repository or to change annotations of resources.
The high value of the response factor indicates the potential knowledge overload. Since this factor is estimated based on the rate of interest and the annotation frequency, the resolving of the knowledge overload can be achieved by resolving the clarity of the queries or by improving the quality of the annotation (see Section 3.2.1).
Evaluation
In order to prove the validity of our research, we conducted two case studies, one for each of the proposed strategies for changes discovery: (i) changes discovered from the annotations and (ii) changes discovered from the end-users' activities.
Analysis of Annotations in MEDLINE
MEDLINE is one of the largest index and abstract databases of medical journal articles, which contains over 11 million references to articles from 4,600 worldwide journals in life sciences. It is maintained by the U.S. National Library of Medicine, which has developed a sophisticated controlled vocabulary called the Medical Subject Headings 6 , used in the indexing of articles. The assignment of MeSH topics to articles, from the MEDLINE database, represents the state-of-the-art in human indexing; the professional indexers who perform this task train for at least 1 year. Ten to twelve topics in the form MainHeading/Qualifier are associated to the each article, which can be interpreted as the concept-relation relationship. Although such annotations help in searching for articles, MEDLINE suffers from the overload of information. For example, searching the MEDLINE using the MeSH topic "common cold" 7 yields over 1,400 articles written in the last 30 years. Finding a relevant article might take 20-30 minutes.
In order to prove whether our approach can discover some inconsistencies in MEDLINE annotations, which lead to the decreasing of the precision of the system, we analysed a corpus of MEDLINE articles and corresponding annotations regarding criteria we mentioned in the section 3.2.1. About 200 articles are randomly selected from the MEDLINE database and the results are presented in Table 1 . 
Discussion:
The rate of compactness is very small -High-frequent occurrence of this inconsistence can be explained by the format of the annotations itself. Since all metadata in an annotation are assigned separately to the corresponding knowledge resource and are not grouped according to the context, the concept-subconcept pairs occur very often in the annotations (e.g. Human and Female).
Completeness is small -A part of the problem lies in the format of annotations itself: articles are annotated using topics and not relation metadata [5] . Consequently, it is not possible to express any relationship between medical concepts. Therefore, in lots of annotations the meaning of used topics has to be specified by adding a property, or the range of the property.
Aggregation is high -The small number of cases we found are related to the explanation given for the Compactness.
Analysis of Users' Queries in a Semantic Portal
The Semantic Portal (SEAL) [6] is an ontology-based application, which provides a "single-click" access to the almost all information related to the organisation, people, researches and projects of our Institute. It is widely used by our research and administrative staff as well as by our students. One of the most usable features is the possibility to search for people, research areas and projects on the semantic basis, i.e. using corresponding Institute Ontology. The portal provides a very user-friendly interface, which enables formation of arbitrary queries using entities from the underlying ontology. The search is performed as an inference through metadata, which is crawled from Portal pages. As the inference mechanism we use the Ontobroker [11] .
Since the installation of the new version of the portal three months ago, the information about users' activities, regarding querying the portal, are logged in a file. The primary goal was to test the stability of the used version of inference engine. However, we reused the log file in order to evaluate our methods for discovering changes in the ontology. We set up a "what-if" experiment concerning this log file as follows:
1. We rewrote 1000 randomly selected queries under following hypothetical conditions:
a) The hierarchy of the concept Person that originally had five levels is shorten to only one level including the sub-concepts Researcher and Student;
b) The hierarchy of the concept Project that originally had two levels is deleted; The hierarchy of the concept ResearchArea is shorten to the first level only. Consequently, we use 20 subconcepts instead of 80 subconcepts in the original hierarchy The hypothetical conditions given above are used for query rewriting. For example, from the original query in the form of (Professor, pastProject, Knowledge_Acquisition), meaning that a user is interested in information about professors whose past project was related to the knowledge acquisition, one gets the rewritten query in the form (Researcher, Project, Knowledge_Based_Systems). 2. We started searching (inferencing) using these queries. 3. We calculated interesting rate IRate (formula 1 in the section 3.2.2) for concepts Person, Researcher, Project and research areas Knowledge_Based_System and E-Commerce. In order to simplify the analysis, for the coefficient k we used the value 1. Table 2 shows the result of our analysis. 
Discussion:
We made a hypothetical situation in which the ontology is badly modelled and some hierarchies are not explored at all. A user can select only some restricted, higher-level concepts and for each specialisation she has to use one of higher-level concepts (e.g. for the query about professors she has to use the concept Researcher). In such a way we modelled the situation in which the underlying ontology did not correspond to the users' needs. The task of our method was to recognize which of badly modelled hierarchies do not reflect users' needs. We discuss several results:
The concept Researcher has the highest IRate -it should be considered firstlyThis is the right decision while a lot of queries contain concept Researcher and it has no hierarchy in the hypothetical situation. It means that we could conclude that concept Researcher is used as a replacement for the users' need to search for some specialisations of researchers.
The concept Knowledge_Based_Systems should be considered before the concept E-Commerce -In our experiment the both hierarchies are shorten. However, in the original ontology the first one was larger and therefore should be firstly considered for a change. The number of queries, which contain topic "knowledge-based system", reflects users' needs for more specialised areas of the knowledge-based system.
The concept Person has the lowest IRate -This is the right estimation, since the concept Person has one level of the hierarchy, which satisfies users' needs regarding this concept.
Related Work
In this section we give an overview of the researches related to our approach. We divide this overview into three parts regarding three research communities: the knowledge management, the digital library and the ontology evolution.
Knowledge Management
As mentioned in the introduction, the area of maintaining knowledge management systems is rather seldom explored in the research community, although the practical importance is elsewhere announced [9] . The part of the problem lies in the gap between real industrial knowledge management projects, which are oriented to oneshoot results and, consequently, resolve the management in an ad-hock manner and research projects, which try to analyse the essence of the managerial problem and to result in the sound and reusable solutions. Indeed, several (partial) solutions for the management of knowledge management systems can be found in industrial praxis. For example, in [17] authors describe the approach performed in the VTT Electronics, the Technical Research Centre of Finland. The approach is based on the process model and one of five main knowledge processes, named knowledge update, deals with changes in the business environment. This process has several sub-processes (identification of changes, evaluation of change impact, etc.) and for each of them a worksheet is defined. The users should fill the requests for changes and someone than calculates the impacts etc. However, the approach is nor based on a conceptual model of domain (such as an ontology) neither the changes are resolved systematically (as in our change propagation phase of the ontology evolution component).
Further, from the research's perspective, the interesting study of managing changes in a knowledge management system is given in [9] . The authors consider two types of changes: (i) functional changes that are about new KM-systems in the organization, new versions of a KM-system and new features in one KM-system and (ii) structural changes that deal with new business models, new subsidiaries and new competencies in the organisation. The results of the study show that managing the evolution of KMsystems on an ad hoc basis can lead to unnecessary complexity and KM-systems failures and that KM research has paid little attention to the evolution of KM-systems.
Digital Library
Analysing one of the most popular definition of digital libraries, given in [18] , that a digital library is an environment that brings together "collections, services, and people in support of the full life cycle of creation, dissemination, use, and preservation of data, information, and knowledge", we concluded that this research community can be very useful source of information regarding management of knowledge repositories. Indeed, the problem of repositories' management was recognised on the high level. The separate service, named collection management or collection maintenance, is introduced in the architecture. However, as in knowledge management community, no systematic realisation of such service was found. It seems that each of institutions has its own "collection management policy" when a resource should be removed or a new one added to the library collection, as for example in the [19] .
Regarding to information retrieval component, which is one of constitutive elements of a digital library, we found a lot of similarities to our analysis. More precisely, the evaluation of a digital library only in the system-centered way, so called quantitative evaluation, which is based on the traditional information retrieval measures such as precision and recall, is not enough for the estimation whether the users are satisfied with the library system [20] . It is needed to perform a user-centered analysis [21] , so-called qualitative evaluation in terms of user's needs, tasks, goals, which partially correspond to our analysis of user's queries.
Ontology Evolution
In the last decade, there has been much active research in the area of ontology-based systems. However, there are very few approaches investigating the problems of changing in the ontologies.
Heflin [22] points out that ontologies on the Web will need to evolve and he provides a new formal definition of ontologies for the use in dynamic, distributed environments. Although good design may prevent many ontological errors, some errors will not be realized until the ontology is put to use. However, this problem as well as the problem of the change propagation are not treated in the work of Heflin. Moreover, the user cannot customize the way of performing the change and the problem of the identification of the change is not analysed.
In contrast to the ontology evolution that allows access to all data only through the newest ontology, ontology versioning allows access to data through different versions of the ontology. Thus, ontology evolution can be treated as a part of the ontology versioning mechanism that is analysed in [23] . Authors provide an overview of causes and consequences of the changes in the ontology. However, the most important flaw is the lack of a detailed analysis of the effect of specific changes on the interpretation of data which is a constituent part of our work.
Other research communities also have influenced our work. The problem of schema evolution and schema versioning support has been extensively studied in relational and database papers [24] . In [25] authors discuss the differences that steam from different knowledge models and different usage paradigms. Moreover, research in ontology evolution can also benefit from the many years of research in knowledgebased system evolution. The script-based knowledge evolution [13] that identifies typical sequences of changes to knowledge base and represents them in a form of scripts, is similar to our approach. In contrast to the knowledge-scripts that allow the tool to understand the consequences of each change, we go step further by allowing the user to control how to complete the overall modification and by suggesting the changes that could improve the ontology.
Conclusion
In this paper, we present a novel approach for the evolution of an ontology-based knowledge management system. The approach is based on the analysis of the user's interaction with the system in providing annotations for knowledge resources, as well as in the process of accessing the knowledge by querying the knowledge repository. Our previous work in ontology evolution is used as a basis for this research. We defined several assessment criteria to estimate the quality of annotations, the user's needs and the quality of a knowledge repository from the point of view of the knowledge management. These criteria result in the recommendations for the continual system improvement. The benefits of the proposed approach are manifold: dynamic adaptation of the system to the changes in the business environment, dynamic analysis of the user's needs and the usefulness of particular knowledge resources and the organisation of the knowledge repository to fulfil these needs, to name but a few.
The evaluation experiments show that our approach can be applied in the realworld applications successfully. We find that it represents a very important step in the achievement of a self-adaptive knowledge management system, which can discover some changes from the user's interactions with the system automatically and evolves its structure correspondingly.
