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Abstract
El trabajo tiene por objetivo implementar un con-
junto de mo´dulos de software que permitan integrar
la plataforma robo´tica AIBO en el marco de trabajo
ROS (Robot Operating System). El problema prin-
cipal radica en el me´todo utilizado para comunicar-
los. Inicialmente se estudiaron los diferentes soft-
ware alternativos con los que poder operar. Luego
se compararon varios me´todos de programacio´n, de
forma que un ana´lisis cuantitativo permitio´ decidir
el me´todo ma´s adecuado. Finalmente se implemen-
taron los mo´dulos que facilitan la integracio´n con
ROS. Por un lado el mo´dulo de control, al que se
le han aplicado unos criterios de valoracio´n y se
ha puesto a prueba su funcionamiento, y por otro
el mo´dulo que facilita la integracio´n de un modelo
de visualizacio´n 3D. Con todo este trabajo desarro-
llado, se realizo´ la aplicacio´n de sincronizacio´n de
movimientos de un par de robots AIBO y se rea-
lizaron experimentaciones que muestran la bondad
del trabajo desarrollado.
1. Introduccio´n
Ocho an˜os despue´s de la retirada del mercado de la mas-
cota robo´tica por excelencia, el robot AIBO, de la compan˜ı´a
japonesa Sony [Decuir et al., 2004; Arevalillo-Herra´ez et al.,
2011], e´stos permanecen encerrados en los armarios de mu-
chos equipos de investigacio´n, a pesar que en su dı´a le sa-
caron un gran provecho tecnolo´gico. Desde el Departamento
de Automa´tica de la Universitat Polite`cnica de Catalunya se
ha lanzado una iniciativa global que tiene como objeto la re-
cuperacio´n de esta plataforma robo´tica para su uso en inves-
tigacio´n y docencia. Mediante el uso de una comunicacio´n
inala´mbrica, se facilitara´ el procesado de la carga de trabajo
con mayores requerimientos en un procesador externo, mien-
tras se continuan haciendo uso de las funcionalidades que hi-
cieron de AIBO el producto robo´tico ma´s sofisticado puesto
en el mercado.
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El objetivo del presente estudio es realizar un demostrador
del sistema en una tarea de sincronizacio´n de dos robots AI-
BO. Para llegar a esta meta es necesario ser capaz de adquirir
los datos de las articulaciones y dema´s sensores de uno de
los robots a la mayor velocidad posible, ası´ como enviar los
valores de control de las articulaciones al segundo AIBO. Pa-
ra ello se han probado y analizado un conjunto de posibles
lenguajes de programacio´n / comunicacio´n que permiten la
intercomunicacio´n del robot AIBO con ROS.
Con este fin, se han implementado una serie de experimen-
tos que permitira´n decidir que´ me´todo de adquisicio´n de da-
tos es ma´s efectivo. La comparativa se ha basado en criterios
como
la frecuencia media de lectura, x¯
los intervalos de congelacio´n en la lectura,
la frecuencia ma´xima de envı´o,
la capacidad de transmisio´n, y
el retraso en el seguimiento de trayectorias.
Estos experimentos se han estructurado sobre un paradig-
ma cliente servidor. En el que el cliente es el PC que contiene
ROS y el servidor de datos es la plataforma AIBO.
AIBO soporta varios me´todos para la extraccio´n de datos
hacia el PC. De entre ellos se ha elegido utilizar URBI [Bai-
llie, 2005] y conexio´n directa utilizando telnet. Esta eleccio´n
esta´ fundamentada en la facilidad que presentan estos dos sis-
temas frente a me´todos ma´s complejos de comunicacio´n.
Los me´todos comparados en los experimentos han sido:
Cliente implementado en C++ usando la librerı´a liburbi.
Dos clientes implementados en C++ usando la librerı´a
liburbi, una para la escritura y otro para la lectura.
Comunicacio´n usando telnet sobre un script de python.
Finalmente se ha optado por trabajar con URBI debido a
que permite una comunicacio´n sencilla entre el servidor, el
AIBO, y un cliente externo.
Una vez alcanzado el anterior propo´sito y en aras de poner
de manifiesto los resultados de los experimentos precedentes
se realizaron algunos ejemplos de sincronizacio´n:
Imitacio´n de un robot AIBO a otro: esta aplicacio´n re-
quiere de una gran fluidez en el trafico de datos, con-
virtie´ndose ası´ en un excelente indicador del grado de
capacidad de sincronizacio´n que es posible adquirir.
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Coordinacio´n de movimientos para una tarea: este ca-
so aportara´ una visio´n ma´s u´til de la sincronizacio´n de
robots para realizar tareas.
Con el objetivo u´ltimo de conseguir una comunicacio´n en-
tre robots AIBO de forma intuitiva a la vez que proporcio-
nar una serie de herramientas muy u´tiles en los entornos de
robo´tica mo´vil actuales, se usara´ ROS (Robot Opetating Sys-
tem) [Quigley et al., 2009] como capa intermedia de la pro-
gramacio´n. Esta extensio´n facilitara´ la implementacio´n de las
aplicaciones anteriormente descritas, ası´ como hacer uso de
todas las librerı´as ya existentes en este entorno esta´ndar de
programacio´n.
Por u´ltimo, indicar que el trabajo aquı´ iniciado permite
una ra´pida extensio´n hacia esquemas de robo´tica en la nu-
be (cloud robotics) y de computacio´n en red que son del todo
interesantes de explorar.
2. El robot AIBO
La plataforma de estudio AIBO ha permitido la realiza-
cio´n de numerosos proyectos de investigacio´n, de ı´ndole muy
diversa. Mayoritariamente se han llevado a cabo proyectos
relacionados con visio´n artificial [Pe´rez et al., 2010] y com-
portamientos en inteligencia artificial [Te´llez et al., 2006]. Un
punto esencial en el desarrollo del robot AIBO fue que duran-
te el perı´odo comprendido entre 1999 y 2008 fue la platafor-
ma elegida para realizar la competicio´n RoboCup Standard
Plataform League, posteriormente sustituido por la platafor-
ma NAO de Aldebaran. Tambie´n en la prueba de simulacros
de rescate, AIBO tuvo una gran acogida [Nardi and Lima,
2012]. La RoboCup fue fuente de inspiracio´n para mu´ltiples
investigaciones que se pueden clasificar en tres grupos segu´n
su finalidad:
Visio´n y reconocimiento de marcas para la posterior ubi-
cacio´n dentro del campo [Morales-Jime´nez, 2007].
Comunicaciones y control de los movimientos
[Martı´nez Go´mez, 2006].
Definicio´n de roles dentro del campo [Montero-Mora et
al., 2009].
Actualmente el robot AIBO ha caı´do en desuso, en parte
por dejar de ser plataforma de la RoboCup y en parte porque
dejo´ de ser mantenido por parte del fabricante. Las nuevas ac-
tualizaciones de los softwares que lo soportaban han dejado
de ser compatibles, incluso aquellos que nacieron especial-
mente para el AIBO. Ası´ es el caso de URBI, que desde la
version 1.5, su librerı´a liburbi no es compatible. Igualmente
gran parte de la documentacio´n de estos lenguajes ya no se
encuentra en la red.
Han existido intentos de recuperar la plataforma AIBO, co-
mo es el caso de un proyecto que trataba de hacer compati-
ble la version 2.3 de liburbi para AIBO [Kecsap, 2010]. Otro
proyecto trataba de realizar la integracio´n mediante EusLisp
a ROS de varias plataformas, entre ellas AIBO. Sin embargo
es muy escasa o ninguna la documentacio´n referente a ello
[Kerte´sz, 2013].
3. Comparacio´n de alternativas para la
programacio´n
Con la finalidad de implantar ROS en AIBO se plantea una
primera eleccio´n del camino a seguir: (1) un nu´cleo de ROS
embebido, es decir que sea en el propio AIBO donde se ejecu-
te el proceso, (2) un nu´cleo de ROS en un ordenador remoto
y comunicacio´n entre ambos mediante una arquitectura clien-
te/servidor.
Para explorar la opcio´n de un sistema embebido se ha bus-
cado un punto de acceso al hardware con la intencio´n de ins-
talar una distribucio´n linux. Sin embargo el u´nico punto de
acceso encontrado no respondı´a a ningu´n esta´ndar, por lo que
se desiste su utilizacio´n. Ası´, so´lo es posible usar una arqui-
tectura cliente/servidor con el mo´dulo de ROS ejecuta´ndose
en el cliente y adquiriendo de forma sencilla y ra´pida el esta-
do del AIBO y actuando sobre e´l.
Pese a que existen diferentes posibilidades de programa-
cio´n (OPEN-R, Tekkotsu, URBI), e´ste u´ltimo tiene la ventaja
de que no serı´a necesario desarrollar el servidor ya que el sis-
tema operativo interactu´a de forma remota. Adema´s, el uso de
URBI es relativamente sencillo, tanto desde el terminal como
con el uso de la librerı´a de C++. Tambie´n existe bastante do-
cumentacio´n. El u´nico problema que se ha detectado es que
la librerı´a liburbi 1.5, la ma´s reciente que es compatible con
AIBO, no es compatible con un sistema linux de 64 bits.
Una vez escogido URBI como lenguaje de desarrollo, se
plantean dos opciones:
Usar liburbi con C++.
Usar un script de python que use la terminal de URBI
bajo una conexio´n telnet.
Para determinar la opcio´n a elegir se realizaron una serie de
experimentos comparativos sobre la eficacia de las comunica-
ciones de ambos me´todos. Los experimentos se realizaron en
ambas direcciones de la comunicacio´n, por un lado la lectura
y por otro el envı´o.
3.1. Lectura de datos
De los datos obtenidos de las 15 re´plicas experimentales
de cada uno de los dos me´todos probados se han obtenido
las diferencias de tiempos entre un dato y el siguiente y se
traduce a frecuencia calculando el inverso.
Los resultados mostraron claramente que con el uso de
liburbi se alcanzan frecuencias medias ma´s altas (x¯ =
13,611Hz y σ = 13,271 para liburbi y x¯ = 3,000Hz y
σ = 2,763 para python) en la mayorı´a de re´plicas. Adema´s,
la mayorı´a de datos se envı´an ma´s ra´pidos como se refleja en
los valores de las medianas de liburbi que son mayores que
los valores del tercer cuartil del metodo python. Por otro la-
do, los valores mı´nimos de cada me´todo son muy similares y
la variabilidad de los resultados de liburbi es mayor.
Tan importante como los valores medios de las frecuencias
es comprobar si se producen bloqueos en la comunicacio´n, es
decir si durante un cierto perı´odo de tiempo no se actualiza la
variable. Para verificar si se producen bloqueos es necesario
atender a los valores mı´nimos de las series. Aparentemente
liburbi presenta unos valores mı´nimos ma´s bajos, sin embargo
el ana´lisis de la varianza (ANOVA) de los mı´nimos indica que
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no se corresponden con poblaciones distintas, por lo que se
acepta la hipo´tesis nula (p valor = 0,4 y I.C. = 95 %).
3.2. Envı´o de datos
El segundo experimento consiste en enviar una trayectoria
sinusoidal punto a punto a una articulacio´n y comprobar la
respuesta. Para capturar los resultados se leera´ la respuesta de
la articulacio´n usando los mo´dulos de lectura del experimento
anterior.
En este experimento se ha contado con 3 posibles opciones
de programacio´n. Esto es ası´ debido a que la terminal de UR-
BI usando un cliente telnet con python no permite la lectura
y escritura simulta´nea, y en consecuencia se han tenido que
desarrollar dos clientes telnet. Aunque si bien liburbi permite
la lectura y escritura por un solo cliente, se ha considerado
oportuno an˜adir un programa con dos clientes, equivalente al
me´todo utilizado con python.
En sı´ntesis, los programas que se van a utilizar son los si-
guientes:
Python con un cliente telnet para lectura y otro para es-
critura.
C++ con un cliente URBI tanto para lectura como para
escritura.
C++ con un cliente URBI para lectura y otro para escri-
tura.
El experimento se ha repetido cambiando la frecuencia a la
que se envı´an los puntos de la trayectoria. Los valores de las
frecuencias utilizados son: 1, 2, 5 y 10 Hz. Se han omitido
mayores velocidades ya que el movimiento a una frecuencia
de mas de 10 Hz era inconstante y discontinuo. Con la finali-
dad de obtener una mayor fiabilidad en los resultados se han
realizado 3 re´plicas por me´todos y frecuencia. Se han descar-
tado los experimentos en los que se ha producido un bloqueo.
De los resultados obtenidos se pueden distinguir dos tipos
de errores que provocan que la trayectoria realizada no sea la
correcta:
La articulacio´n no se mueve.
No se recibe la posicio´n actual. En este caso no se puede
saber si la articulacio´n se ha movido1.
Se puede concluir que el seguimiento de la trayectoria es
independiente de la frecuencia utilizada en este rango. Por
otro lado tambie´n se observa que con un solo cliente liburbi
se producen grandes bloqueos en la recepcio´n y muestra una
trayectoria ma´s discontinua e inconstante. En lo que respecta
a los otros dos me´todos, dos clientes con liburbi y python,
tienen un comportamiento aceptable y no se puede concluir
que uno sea mejor que otro.
Para discernir cual de los dos me´todos es ma´s eficiente se
han analizado las diferencias de tiempo entre el momento en
que se envı´a la orden de los picos de la sinusoide y el mo-
mento en que se recibe que ha llegado a dicha posicio´n. Pa-
ra comprobar si existe diferencia entre las series se realiza
una ANOVA sobre los datos. Con un intervalo de confianza
del 95 % el p-valor es de 2,1e-7, por lo tanto no se acepta la
1Por inspeccio´n visual se ha comprobado que ambos errores son
independientes.
hipo´tesis nula y se puede concluir que el retraso con C++ es
significativamente menor.
En sı´ntesis, el me´todo liburbi se ha demostrado ma´s eficaz
en lo relativo a la recepcio´n de datos, muestra un comporta-
miento similar a python en el seguimiento de las trayectorias
con el uso de dos clientes y adema´s se obtiene un retraso de
seguimiento menor que python estadı´sticamente significati-
vo. Adicionalmente, se ha de tener en consideracio´n que el
paquete sera´ ma´s complejo que los programas utilizados en
los experimentos y dado que C++ se ejecuta a mayor velo-
cidad que python las diferencias de ejecucio´n podrı´an llegar
a ser crı´ticas. En consecuencia la librerı´a liburbi usando dos
clientes es el me´todo elegido para implementar el paquete de
ROS.
4. Implementacio´n en ROS
ROS es el acro´nimo de Robot Operating System, que lejos
de ser un sistema operativo es ma´s bien un marco de traba-
jo que proporciona unas herramientas y unas librerı´as para
ayudar a desarrollar software para aplicaciones de robo´tica.
Proporciona entre otras facilidades abstracciones de hardwa-
re, controladores para dispositivos, herramientas de visualiza-
cio´n, comunicacio´n por mensajes, administracio´n de paquetes
y todo ello bajo licencia de software libre. La principal carac-
terı´stica sobre ROS es su sistema de comunicacio´n. A bajo ni-
vel esta´ basado en el pase de mensajes que pueden ser leı´dos
por diversos procesos simulta´neamente. Dichos mensajes se
escriben sobre unos canales de comunicacio´n llamados topics
a los que se puede acceder mediante me´todos de publicacio´n
y subscripcio´n. Sobre los to´picos se puede publicar o subs-
cribir desde un terminal o bien cualquier objeto de ROS, de-
nominados nodes. Todos los programas que se ejecutan sobre
ROS deben ser creados dentro de un paquete (package).
4.1. Paquete aibo server
Se pretende implementar un paquete que se conecte al ro-
bot AIBO dentro de una red local. Una vez conectado debe
recoger los datos enviados por el servidor URBI del robot y
publicarlos sobre una serie de to´picos. De forma inversa debe
tratar los valores de las articulaciones del to´pico al que esta´
subscrito y enviarlos al servidor con el fin de actuar sobre la
plataforma (ver Figura 1).
La implementacio´n del paquete de ROS se realiza usando
liburbi y dos clientes, uno para la recepcio´n y otro para el
envı´o. La estructura del programa implementado se puede ver
en la Figura 2.
Por lo que respecta la adquisicio´n de los valores de senso-
res y articulaciones, se han conseguido obtener trabajando a
una frecuencia de 10Hz. Con objeto de verificar que el refres-
co de los to´picos es correcto se ha accedido a mostrar por el
terminal todos ellos junto con su frecuencia de refresco.
Para realizar una valoracio´n del envı´o de las posiciones se
necesita de un paquete de ROS que permita cuantificar los
resultados. El test aplicado es similar al realizado en las ex-
perimentaciones de la Seccio´n 3. Se trata de enviar punto a
punto una trayectoria sinusoidal a las posiciones de una arti-
culacio´n. Para la realizacio´n del test se ha implementado un
sencillo programa que crea un nodo que publica sobre el to´pi-
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Figura 1: Nodo aibo server.
Figura 2: Estructura ba´sica del ejecutable aibo server.
co /aibo server/aibo/subjoints/jointRF1. La
estructura entre los nodos se muestra en la Figura 3.
De los resultados obtenidos en la realizacio´n de varias
re´plicas a diversas frecuencias se deduce que el seguimien-
to de la trayectoria lleva un retraso mı´nimo entorno a los 0.5
segundos, dato que coincide con el retraso medio obtenido en
las experimentaciones de la subseccio´n 3.2.
Por otro lado el modulo implantado no ha mejorado los
resultados obtenidos en la subseccio´n 3.2 en lo relativo a los
bloqueos (Figura 4). Por lo tanto, cabe concluir que el mo´dulo
no proporciona las condiciones necesarias para aquellas apli-
caciones en las que se requiere una lectura y una respuesta
ra´pida del sistema.
4.2. Paquete aibo description
Este paquete pretende ser el vı´nculo entre el robot AIBO y
una de las herramientas ma´s usadas de ROS para robots mo´vi-
Figura 3: Estructura de ROS con los nodos aibo server y Sin-
Leg.
Figura 4: Entrada y respuesta del sistema ante una sen˜al sinu-
soidal enviando puntos a 10Hz.
les, rviz2, un visualizador 3D para aplicaciones de robo´tica
que permite visualizar un modelo, el entorno sensado o un
mapa virtual. El paquete consta de dos partes diferenciadas,
la creacio´n del modelo de AIBO para su representacio´n en
imagen 3D y la implementacio´n de un nodo que sincronice el
modelo con el robot.
Para generar un modelo, se debe editar un fichero xml con
formato URDF3 (Unified Robots Description Format) don-
de se especifican las dimensiones del robot, las articulacio-
nes y sus movimientos, la geometrı´a de las extremidades y
para´metros fı´sicos como la masa o la inercia. Para el modelo
de AIBO se han creado 22 partes y 21 articulaciones. Se han
descartado en el modelo la boca y las orejas.
En cada una de las partes se debe definir la geometrı´a y
sus dimensiones. Con el fin de darle un aspecto visual ma´s
atractivo y mas semejante al robot AIBO real la geometrı´a ha
sido definida mediante archivos stl que contienen las figuras
de cada una de las partes. A partir de un modelo so´lido se han
dividido y modificado algunas piezas usando los softwares de
apoyo FreeCAD4 y Netfabb5. El resultado desde la ventana
de rviz se muestra en la Figura 5.
El nodo state publisher esta´ creado mediante un programa
escrito en C++ (state publisher.cpp) y esta´ subscrito al to´pico
/aibo server/aibo/joints, donde se encuentran las
posiciones de las articulaciones del robot real, y las publica
en un to´pico llamado joint states al que accede rviz.
Adema´s envı´a la transformada del modelo cinema´tico.
En la Figura 6 se puede observar co´mo queda la estructura
de los nodos con el visualizador rviz y el nodo aibo server en
funcionamiento.
2http://wiki.ros.org/rviz
3http://wiki.ros.org/urdf
4http://freecadweb.org/
5http://www.netfabb.com/
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Figura 6: Estructuras de los nodos de ROS con aibo server y el modelo visualizado con rviz.
Figura 5: Modelo visto desde el framework de rviz.
5. Conclusiones y Trabajos Futuros
Como resultado del trabajo realizado, puede afirmar-
se que se ha alcanzado el objetivo de implementar
los paquetes aibo server y aibo description que permi-
ten la sincronizacio´n de varios robots AIBO. Estos pa-
quetes esta´n disponibles para su uso o modificacio´n en
https://github.com/Diamg/AiboRosPackages, con objeto de
poder complementarlos y mejorar los resultados.
El mo´dulo implementado permite adquirir los datos de los
sensores y articulaciones de AIBO de forma satisfactoria a
velocidades superiores a 10 Hz en forma de to´picos de ROS.
Esta parte del mo´dulo por si solo ya facilita enormemente
la programacio´n, el testeo y la depuracio´n con el uso de las
herramientas que facilita ROS. Adema´s, en esta lı´nea se ha
incluido un modelo para el visualizador rviz con un aspecto
visual y funcional complementando el mo´dulo anterior.
Por otro lado, la parte implementada que se encarga de en-
viar las ordenes a AIBO permitiendo actuar sobre e´l, no ha
dado unos resultados tan veloces como serı´a deseable y no
permite el envı´o de trayectorias punto a punto con este me´to-
do. De todos modos, URBI dispone de su propio generador
de trayectorias por lo que permite enviar funciones de movi-
miento ma´s complejas o posiciones concretas enviadas a un
ritmo mas bajo del implementado.
Este proyecto deja un camino abierto a posibles mejoras y
complementos. Entre otros, la integracio´n del modulo de vi-
sio´n y audio usando URBI. Por otra parte, cabe la duda de si
el comportamiento de envı´o serı´a mejor usando OPEN-R, lo
que implica eliminar una capa de programacio´n intermedia,
URBI, que posiblemente esta´ ralentizando y empeorando la
comunicacio´n entre cliente y servidor. En cuanto al modelo y
el nodo que permite su integracio´n con rviz podrı´a completar-
se an˜adiendo otros sensores del AIBO como los acelero´me-
tros, los infrarrojos, los sensores de presio´n y contacto, per-
mitiendo, entre otros, realizar proyectos de odometrı´a.
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