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1 Einleitung und Motivation
Funktionalit¨at und Qualit¨at von Kraftfahrzeugen werden heute in immer st¨arkerem Maße
durch Software bestimmt. Die Anforderungen beim Entwurf von Fahrzeugsoftware unter-
scheiden sich dabei durch ihre Gewichtung von anderen Anwendungsdom¨anen [BKPS07].
Im Zusammenhang mit dem hier vorgestellten Dissertationsvorhaben sind folgende Her-
ausforderungen von Bedeutung:
• Fahrzeughersteller treten haupts¨achlich als Systemintegratoren auf und geben Ent-
wicklungsaufgaben an Zulieferer ab. Durch die Anzahl der an der Entwicklung be-
teiligten Partner ergeben sich h¨aufige
¨
Anderungen an Anforderungsdokumenten mit
den daraus resultierenden Qualit¨atsproblemen.
• Durch die starke Vernetzung ehemals unabh¨angiger Funktionen ergeben sich un-
gewollte Interaktionen und Seiteneffekte durch Nebenl¨aufigkeit. Als Beispiel sei
hier die Zentralverriegelung genannt, die neben der reinen Funktionalit¨at des Ver-
und Aufschließens mit Komfortfunktionen zum Einstellen von Sitz, Spiegeln und
Radiosendern in Abh¨angigkeit vom verwendeten Schl¨ussel, mit Sicherheitsfunktio-
nen zum Verschließen beim
¨
Uberschreiten einer Mindestgeschwindigkeit sowie zum
Aufschließen bei einem Unfall und mit der Beleuchtung des Autos zum Signalisie-
ren von Interaktionen vernetzt ist. Die genannten Systeme sind dabei auf mehrere
Plattformen verteilt.
• Aus der Tatsache, dass Regelungs- und Steuerungsalgorithmen f¨ur die dynamischen
Systeme im Fahrzeug bereits heute modellbasiert entwickelt werden, ergeben sich
Herausforderungen an der Schnittstelle zwischen Informatik und Regelungstechnik.
• Wegen des hohen Kostendrucks wird der Resourcenverbrauch von Software stark
optimiert, was durch die damit einhergehende Plattformn¨ahe die Wiederverwendung
erschwert.
• Fahrzeuge bieten Funktionalit¨aten unterschiedlichster Anwendungsdom¨anen, ins-
besondere stark sicherheitskritische Anwendungen wie z. B. ein Airbagsystem und
nicht sicherheitskritische nebeneinander.
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Obwohl die oben genannten Herausforderungen typische Problemstellungen der Software-
technik darstellen, werden Herangehensweisen aus den klassischen Anwendungsgebieten
der Informatik den Anforderungen der eingebetteten Systeme im Fahrzeug nicht gerecht.
Dies liegt in erster Linie an der Nichtber¨ucksichtigung von Beschr¨ankungen, die sich durch
die Interaktion dieser Systeme mit der Umwelt, genauer deren Reaktion auf Umweltereig-
nisse (Echtzeitanforderungen) und der Ausf¨uhrung auf einer Hardwareplattform, ergeben
[HS06, Lee00].
2 Vorgeschlagene L¨osung
Im Rahmen des hier vorgestellten Dissertationsvorhabens wird eine Methode zum Entwurf
von Fahrzeugsoftware entwickelt und validiert, die die oben skizzierten Herausforderun-
gen folgendermaßen beantwortet: Der Entwurf mit Hilfe der Business Object Notation
(BON) [WN95] wird um verifizierbare Verhaltensspezifikationen mit Abstract State Ma-
chines (ASMs) [BS03] zur Analyse von sicherheitskritischen Funktionen sowie Echtzeit-
modellierungsm¨oglichkeiten erweitert. Zur Validierung mit Hilfe einer Fallstudie aus dem
Fahrzeugbereich wird eine Laufzeitumgebung implementiert, die die Forderungen nach
Echtzeitf¨ahigkeit und Resourcenschonung ber¨ucksichtigt. Im Folgenden werden die ein-
zelnen Teile mit ihren Erweiterungen und Verkn¨upfungen kurz skizziert.
2.1 Business Object Notation
Die BON [WN95, Wal98] stellt Konzepte, Regeln und Notationen f¨ur den objektorientier-
ten Entwurf von Software bereit. Im Unterschied zur Unified Modeling Language (UML)
wird dabei aber ein besonderes Augenmerk auf die Wiederverwendbarkeit, Erweiterbar-
keit und Wartbarkeit des Entwurfs und seiner Implementierung gelegt. Hierzu sei ange-
merkt, dass die Wiederverwendung von Softwaremodulen auch in der Fahrzeugindustrie
ein hohes Einsparungspotential bietet, das jedoch wegen fehlender Kostenmodelle f¨ur die
Softwareentwicklung zu Gunsten von hardwarenahen und damit resourcensparenden je-
doch schlecht wiederverwendbaren Entw¨urfen vernachl¨assigt wird [BKPS07].
Die BON unterst¨utzt den nahtlosen
¨
Ubergang von Anforderungen zum Entwurf und weiter
zur Implementierung und damit die Kommunikation aller am Entwicklungsprozess Betei-
ligter sowie die Verfolgbarkeit von Anforderungen durch den Prozess. Durch die direkte
R¨uckkopplung von der Implementierung in den Entwurf wird verhindert, dass das Ent-
wurfsdokument nicht mehr die Realit¨at widerspiegelt und damit die Konsistenz der Archi-
tekturbeschreibung mit der Implementierung aber auch die Konsistenz unterschiedlicher
Sichten auf die Architektur garantiert. Zur Semantikdarstellung auf hohem Abstraktionsni-
veau wird in BON Design by Contract [Mey97] unterst¨utzt, welches zus¨atzlich den Vorteil
von klaren Schnittstellenvereinbarungen mit sich bringt.
Zum Entwurf eingebetteter Software fehlen der BON, ¨ahnlich wie anderen modellba-
sierten Entwurfsmethoden M¨oglichkeiten zur fr¨uhzeitigen Modellierung und Analyse von
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Echtzeiteigenschaften [HS06] und zur fr¨uhen Verifizierung von sicherheitskritischen Funk-
tionen. Erstere sollen im Rahmen des Dissertationsvorhabens unter Ber¨ucksichtigung des
nahtlosen
¨
Ubergangs zur Implementierung in die dynamischen Diagramme der BON ein-
gebaut werden. Letztere werden durch die Verwendung von Vor- und Nachbedingungen
sowie Invarianten unterst¨utzt, im Rahmen des Dissertationsvorhabens sollen sie durch die
formale Spezifikation mit Hilfe von abstrakten Zustandsmaschinen, die zur automatischen
Verifikation verwendet werden sollen, erweitert werden.
2.2 Abstrakte Zustandsmaschinen
ASMs sind eine Methode und eine formale Sprache, die f¨ur den Entwurf und die Analyse
von Software auf hohem Abstraktionsniveau verwendet werden [BS03]. Sie sind fr¨uh im
Entwicklungsprozess einsetzbar [B
¨
04] und erlauben eine formale Verhaltensspezifikation
auf einem frei w¨ahlbaren Abstraktionsgrad. Dennoch sind sie dabei ausf¨uhrbar und defi-
nieren eine formale Verfeinerungsbeziehung, um Konsistenzen vom abstraktesten Modell
bis hin zur Implementierung zu zeigen. Aufgrund ihrer formalen Grundlagen lassen sie
sich automatisch verifizieren.
Sie bieten jedoch nur begrenzt M¨oglichkeiten zur Modellierung von Softwarestrukturen
und bieten sich daher zur Kombination mit der BON an. Sicherheitskritische Funktionen
k¨onnen ausgehend vom dynamischen BON-Modell formal spezifiziert und fr¨uhzeitig ge-
gen den Vertrag des Design-by-contract verifiziert werden. Dieser Beitrag zur Verl¨asslich-
keit des entstehenden Systems wird besonders durch die freie Abstraktionswahl bei der
Verwendung von ASMs unterst¨utzt und grenzt diese gegen¨uber anderen beispielsweise
automatenbasierten Modellen ab.
2.3 Laufzeitumgebung
Zur Validierung des beschriebenen Ansatzes soll eine Fallstudie durchgef¨uhrt werden, die
aber nicht auf der Stufe eines abstrakten Entwurfs stehenbleiben sondern bis zur lauf-
f¨ahigen Implementierung eines Fahrzeugteilsystems durchgehen soll. Um die Vorteile des
objektorientierten BON-Entwurfs voll ausnutzen zu k¨onnen wird eine Implementierung in
Eiffel [Mey97] angestrebt, die gleichzeitig die Integration von modellbasiert entworfenen
Steuerungs- und Regelungsalgorithmen erlaubt.
Dazu wird eine Laufzeitumgebung f¨ur Eiffel implementiert werden, die die Nebenl¨aufig-
keit einzelner Funktionen mit Hilfe des um Echtzeitf¨ahigkeiten erweiterten SCOOP (Sim-
ple Concurrent Object-Oriented Programming) auf den automobilen Echtzeitbetriebssys-
temstandard OSEK/VDX abbildet. Diese Implementierung soll dann anhand der im ers-
ten Abschnitt erw¨ahnten Qualit¨atsanforderungen bewertet werden. Dazu z¨ahlt insbeson-
dere auch die Abw¨agung des Resourcenverbrauchs gegen m¨ogliche Kosteneinsparungen
durch Wiederverwendung. Die Erh¨ohung des Resourcenverbrauchs durch Verwendung
einer objektorientierten Sprache wird als nicht zu hoch angenommen, da Eiffel zu C-
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Quelltext kompiliert wird und dabei einige Laufzeit- und Speichernachteile der Objekt-
orientierung durch den Compiler ausgeglichen werden. Zus¨atzlich erlaubt diese Kompilie-
rung die Ausf¨uhrung direkt auf der Zielplattform und nicht als Bytecode und bietet eine
einfache M¨oglichkeit zur Einbindung externen C-Codes f¨ur besonders resourcenkritische
Aufgaben.
3 Verwandte Arbeiten
AUTOSAR (automotive open system architecture) ist der kommende Industriestandard f¨ur
den Enwurf von Fahrzeugsoftware, der sich in einigen Bereichen stark an der UML ori-
entiert, ohne jedoch die Implementierung in einer objektorientierten Sprache anzustreben.
Der objektorientierte Entwurf eingebetteter Software wird ebenfalls meist auf Grundlage
der UML erforscht, wie beispielsweise in den Tagungsb¨anden der Workshopserie OMER
(object-oriented modeling of embedded real-time systems) berichtet wird. Solche Ans¨atze
teilen nach Ansicht des Autors, die in [WN95] kritisierten Defizite der UML: zu fr¨uhe
Verwendung von Use Cases, Entitiy-Relationship Modellierung, keine Unterst¨utzung f¨ur
Design-by-Contract.
Arbeiten, die sich mit Echtzeiterweiterungen f¨ur Eiffel (SCOOP) befassen, sind meist sehr
implementierungsnah und bilden diese nicht in den Entwurf mit der BON ab. Dem Autor
ist keine Arbeit bekannt, die eine Laufzeitumgebung auf Grundlage des OSEK-Standards
implementiert.
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