Modern web applications rely heavily on JavaScript and client-side runtime manipulation of the DOM (Document Object Model) tree. However, JavaScript is loosely typed, dynamic, and challenging to analyze and test. We propose an automated technique to generate regression test cases at two complementary levels: (1) individual JavaScript functions, and (2) DOM event sequences. Moreover, to assess the quality of the test cases we propose a mutation testing technique that leverages static and dynamic program analysis to guide the mutation generation process towards parts of the code that are error-prone or likely to influence the program's output.
INTRODUCTION
Automating the process of test generation and quality assessment can significantly reduce the time and manual effort, while increasing the reliability of web applications [17] . Since coverage alone is not the goal of software testing, the tester needs to manually write many assertions, which is time and effort intensive. On the other hand, soft oracles that target generic fault types are not able to detect logic errors in the applications. To be practically useful, testing requires strong oracles to determine whether the application under test executes correctly. While JavaScript is the common language of modern web applications, the event-driven and highly dynamic nature of JavaScript, as well as its runtime interaction with the Document Object Model (DOM) Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, to republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. make it particularly challenging to effectively write stable test cases that achieve high coverage and fault detection capability. In general, current web test generation techniques suffer from two shortcomings, (1) they all target DOM event level tests, thus they fail to capture faults that do not propagate to an observable DOM state, and (2) they are only able to generate soft oracles, such as HTML validation, and runtime exceptions [2] . Therefore, they fail to capture logic errors that can happen in the application.
While various testing approaches have been proposed to verify the correctness of an application, the generated tests raise the question whether those tests sufficiently cover the requirements that have originated the application. In response to this question, mutation testing is applied to expose weaknesses in the test suite. Despite being an effective test adequacy assessment method [6] , mutation testing suffers from two main issues: (1) high computational cost in executing the test suite against a potentially large set of generated mutants, and (2) while empirical studies indicate that between 10-40 percent of mutants are equivalent [15, 16] , significant amount of effort involved in distinguishing equivalent mutants.
To address the aforementioned problems involved with test generation and quality assessment, we design the following two research questions: RQ1 How can we efficiently and accurately generate test cases for JavaScript web applications? RQ2 How can we efficiently assess the effectiveness of the test suites for JavaScript applications? In the following sections, we explain our proposed approach, the empirical evaluation and the results of our study in response to our research questions.
RELATED WORK
Web application testing. Mesbah et al. [8] apply dynamic analysis to construct a model of the application's state space, from which event-based test cases are automatically generated. They propose [9] generic and application-specific invariants as a form of automated soft oracles for testing Ajax applications. Sen et al. [20] recently proposed a record and replay framework called Jalangi. It incorporates selective record-replay as well as shadow values and shadow execution to enable writing of heavy-weight dynamic analyses. Artzi et al. proposed Artemis [2] , which supports automated testing of JavaScript applications. Artemis considers the event-driven execution model of a JavaScript application for feedback-directed testing. Our work is different in two main aspects from these works: (1) they all target the genPermission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for components of this work owned by others than ACM must be honored. Abstracting with credit is permitted. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. Request permissions from Permissions@acm.org. eration of event sequences at the DOM level, while we also generate unit tests at the JavaScript code level, and (2) they only check against soft oracles (e.g., invalid HTML). In contrast, we generate assertions that can detect a much wider range of faults.
Oracle generation. Fraser et al. [5] propose µTEST, which employs a mutant-based oracle generation technique. Differential test case generation approaches [4] are similar to mutation-based techniques in that they aim to generate test cases that show the difference between two versions of a program. However, mutation-based techniques such as ours, do not require two different versions of the application. Rather, the generated differences are in the form of controllable mutations that can be used to generate test cases capable of detecting regression faults in future versions of the program. These works are different from ours in that, (1) they do not target JavaScript; (2) in addition to the code-level mutation analysis, we propose DOM-related mutations to capture error-prone [14] dynamic interactions of JavaScript with the DOM.
Test adequacy assessment. Langdon et al. have applied multi-object genetic programming to generate higher order mutants [7] . An important limitation of such approaches is that the generated mutant needs to be executed against the test suite to compute its fitness function, and hence incur high performance overheads. Schuler et al. [18] detect possible equivalent mutants by checking invariant violations. They generate multiple mutated versions and then classify the versions based on the number of violated invariants. The system recommends testers to focus on those mutations that violate the most invariants. In a follow-up paper [19] , they extend their work to assess the role of code coverage changes in detecting equivalent mutants. Bottaci [3] presents a mutation analysis technique based on the available type information at run-time to avoid generating incompetent mutants. This approach is applicable for dynamically typed programs such as JavaScript. However, the efficiency of the technique is unclear as they do not provide any empirical evaluation of their approach.
PROPOSED APPROACH
In the following subsections, we explain the proposed approach in response to our research questions.
Test and Assertion Generation
To address the first research question (RQ1) we proposed an automated test and assertion generation technique for JavaScript applications. A preliminary version of this work published in a short New Ideas paper [12] . The main goal is to generate assertions, capable of detecting regression JavaScript and DOM-level faults. Further, we aim to achieve this goal as efficiently as possible. Hence, we make two design decisions. First, we assume that there is a limited amount of time available to generate test cases. Consequently we guide the test generation to maximize coverage under a given time constraint. The second decision is to minimize the number of test cases and assertions generated to only include those that are essential in detecting potential faults. Consequently, to examine the correctness of the test suite generated, the tester would only need to examine a small set of assertions, which minimizes their effort. Our approach operates through a three step process. First, it dynamically explores and guides the application, using a function coverage maximization greedy method, to infer a test model. Then, it generates test cases at JavaScript function levels as well as DOM level event sequences. Finally, it automatically generates test assertions using mutation testing.
Test Adequacy Assessment
To address the second research question (RQ2), we proposed [11] a technique that leverages static and dynamic program analysis to guide the mutation generation process towards parts of the code that are error-prone or likely to influence the programs output. We also proposed a set of JavaScript specific mutation operators, capturing common JavaScript programmer mistakes. Our main goal is to narrow the scope of the mutation process to parts of the code that affect the applications behaviour, and/or are more likely to be error-prone and difficult to test. For this purpose, we intercept the JavaScript code of a given web application and gather detailed execution traces of the application under test. We then extract the following pieces of information from the execution traces, namely, variable usage frequency, dynamic invariants [10] , and the dynamic call graph of the application. Using the dynamic call graph, we rank the program's functions in terms of their relative importance from the application's behaviour point of view. Further, within the highly ranked functions, our technique identifies the variables that have a significant impact on the function's outcome based on the usage frequency and dynamic invariants extracted from the execution traces, and selectively mutates only those to reduce the likelihood of equivalent mutants. In addition to variables, our technique mutates branch statements. Functions with high cyclomatic complexity are known to be more error-prone and challenging to test [13] . We therefore statically analyze the JavaScript code of the web application and measure its cyclomatic complexity. To perform branch mutation, we target the highly ranked functions that also exhibit high cyclomatic complexity. In addition to the generic mutation operators, our technique considers a number of JavaScript specific mutation operators, based on common errors introduced by programmers.
CONTRIBUTIONS AND EVALUATION
In the following, we describe the main contributions and empirical evaluation of the proposed approaches. Test and assertion generation. The main contributions of our automated test generation approach include:
• An algorithm for dynamic exploration guidance of the application to maximize JavaScript function coverage; • A novel algorithm for abstracting function states to reduce the state space in unit test generation; • A generic browser-engine independent technique to generate client-side JavaScript-level unit test and DOMlevel event-based test cases; • A mutation-based method to effectively create a minimized set of test oracles; We have implemented our JavaScript test and assertion generation approach in an automated tool called Pythia [12] . DOM-level test cases are generated in a JUnit format that uses Selenium (WebDriver) APIs to fire events on the application's DOM inside the browser. JavaScript function-level tests are generated in the QUnit unit testing framework [1] , capable of testing any generic JavaScript code.
To quantitatively assess the efficacy of our test generation approach, we conduct an empirical study on 13 open source JavaScript-based applications in response to the following research questions: RQ1 How effective is our approach in generating test cases with high coverage? RQ2 How capable is our approach in generating assertions that detect regression faults? RQ3 How does the approach compare to existing JavaScript testing frameworks? The results of our evaluation show that on average (1) the generated test suite achieves a coverage of 68.4%; (2) the generated test assertions are able to detect injected faults with 100% precision and 70% recall; (3) compared to Artemis, an existing JavaScript testing framework [2] , Pythia achieves 53% better coverage; and unlike Artemis that detects generic faults such as runtime exceptions and HTML validation errors, Pythia detects faults at the JavaScript code and DOM levels.
Test adequacy assessment. The key contributions of the proposed mutation testing technique are:
• A new metric, called F unctionRank, for ranking functions in terms of their relative importance based on the application's dynamic behaviour; • A method combining dynamic and static analysis to mutate branches that are within highly ranked functions and exhibit high structural complexity; • A process that favours behaviour-affecting variables for mutation, to reduce the likelihood of equivalent mutants; • A set of JavaScript-specific mutation operators, based on common mistakes made by programmers; We have implemented our JavaScript mutation testing approach in a tool called Mutandis [11] . To infer JavaScript dynamic invariants, we use our recently developed tool, JSart [10] . Our execution trace profiler is able to collect trace data from the instrumented application code by exercising the web application under test through exhaustive automatic navigation [8] , the execution of existing test cases, or a combination of crawling and test suite execution.
To quantitatively assess the efficacy of our mutation testing approach, we have conducted a case study on 7 JavaScript applications in which we address the following research questions. RQ1 How efficient is Mutandis in generating non-equivalent mutants? RQ2 How effective is Mutandis in injecting critical behaviouraffecting faults? RQ3 How useful is our approach in assessing existing test cases of a given application? The results of our study show that, on average, 93% of the mutants generated by Mutandis are non-equivalent. Further, the mutations have a high bug severity rank, and are capable of identifying shortcomings in existing JavaScript test suites.
FUTURE WORK
In this section we explain our future plan to (1) design an effective mutation testing approach that targets DOM-level testing, and (2) extend our automated test and assertion generation framework.
DOM-level mutation testing. Mutation analysis has often been applied to program's source code targeting three levels: (1) unit level, (2) class level, and (3) integration level.We plan to apply mutation analysis for JavaScript web applications at system level by incorporating a new mutation technique that targets event sequences and their resulting DOM states. Such mutation testing approach is useful in assessing the quality of DOM-level tests. Applying mutation testing at DOM level requires addressing new challenges compared to traditional mutation analysis approaches. (1) As the scope of the mutation operators differs, we need to define new mutation operators over DOM elements, ( 2) The definition of the application's output requires changes. In traditional mutation testing, the output is defined over returned values of the functions (specially in weak mutation), however in DOM-level mutation, the output is the resulting DOM state from the executed event, (3) A new equivalent mutant detection is required. In code based mutation, the output of an individual unit is analyzed to observe differences between the original and the mutated version, however at DOM-level mutation, DOM elements can be accessed through the entire application execution, thus making the weak mutation analysis more challenging. Moreover, a change which is observed in a DOM state may not necessarily caused by a mutation, but it can be the result of a non-deterministic behaviour of the JavaScript application. Another challenge with respect to detection of equivalent mutants at DOM-level is the presence of invisible DOM elements that can get affected by a mutation, but do not change the observable behaviour of the application. (4) The next challenge is to define what to mutate and where to mutate. Potential candidates for mutation can be (1) elements that have been extensively accessed within a DOM state, (2) DOM mutations that have indirect impact, meaning that the impact is not immediately propagated to next state but further events should be triggered to reveal the error, and (3) mutations on less visited (i.e., hard to reach) DOM states of the application.
In DOM-level mutation, the mutation can cause the test case to raise exceptions (i.e., element not found). However, not all exceptions necessarily indicate that the mutation is properly detected by the test suite. This requires us to provide a new definition for the killed mutants from the tester point of view. By addressing the aforementioned technical challenges, we are able to design an effective mutation testing approach that targets DOM-level testing of the JavaScript application.
Extension of the test generation framework. Hidden scopes in JavaScript language provide a way to make variables and functions private, thus keeping them out of the global scope, e.g., function closures, and callback functions. Private functions can be called at the highest program scope they belong to, however it is not possible to call them directly in test cases, which makes it challenging to assess their outcomes. Our early observation in our recent work [12] shows that such functions are frequently used in current JavaScript applications. If there are several self-contained hidden modules in the application, when a test fails while testing functions in the public API, it can be difficult for the tester to detect the cause of the failure. To generate effective test cases we need to identify such hidden scopes, and if possible expose them to our testing unit through automated code refactoring. For this purpose: (1) We explore the unit testability of JavaScript applications by conducting an empirical study on real-world applications to identify the extent of either untestable or hard to test code written by developers as well as JavaScript applications' bug repositories to measure the prevalence of the faults that fall in the untestable or hard to test part of the code and the impact of such faults on the application. We also explore the correlation between the location of the error and the difficulty of pin pointing the root cause and resolving the error; (2) Based on the results obtained from the empirical study, we aim to construct an automated refactoring system capable of exposing the most important untestable scopes of the JavaScript code in terms of prevalence as well as the criticality of the potential faults. The refactoring framework will improve the testability while maintaining the behaviour of the application. The proposed technique will be integrated into our current automatic unit test generator tool, Pythia.
CONCLUSIONS
In this work, we proposed a technique to automatically generate regression test cases for JavaScript applications at two levels: (1) individual JavaScript functions, (2) DOM event sequences. We also proposed a method for effectively generating test assertions along with the test cases, for detecting faults in JavaScript code as well as the DOM tree. The results of our empirical study show that the generated tests achieve 68.4% coverage on average, and the injected faults are detected with a high accuracy rate. Moreover, to evaluate the quality of existing tests suites we proposed a mutation testing technique that selectively mutate portions of the code that exhibit a high probability of (1) being error-prone, or (2) affecting the observable behaviour of the system, and thus being non-equivalent. Our results show that, the mutations generated by our technique have a high bug severity rank. Furthermore, on average 93% of the generated mutants are non-equivalent. For future work, we plan to design an efficient mutation testing technique at DOMlevel that can evaluate the quality of DOM-level tests with minimal overhead.
