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Рассматривается методология разработки и использования экстремального программирования для
управления планированием создания проектов информационных технологий в фирмах. Показаны
принципы, приёмы, этапы, преимущества и недостатки экстремального программирования.
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information technology firms is considered. Principles, methods, steps, advantages and disadvantages of
extreme programming are shown.
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Во многих  IT-компаниях разработка программных продуктов представляет собой до-
статочно хаотическую  деятельность,  которую можно охарактеризовать  как «code and fix»
(«пишем и правим»). IT-проект содержит множество краткосрочных задач, а единого плана
часто не существует. Такой подход допустим для небольшой системы, однако как только си-
стема начинает расти – добавлять в нее новые свойства и задачи становится затруднительно.
И чем больше становится система, тем больше в ней появляется ошибок, которые все слож-
нее исправлять – процесс менеджмента задач становится неуправляемым. Большинство со-
здаваемых IT-продуктов  имеют долгий тестовый период после разработки всей функцио-
нальности. Компании редко закладывают в план проекта этот отрезок времени, поэтому за-
казчики сталкиваются со срывами сроков сдачи проекта. Планирование данного отрезка вре-
мени представляется затруднительным, так как при тестировании появляются ошибки раз-
личного характера, на исправление которых может потребоваться много времени.
Чтобы сдать проект в срок и понести минимальные потери времени и издержки, компа-
нии могут использовать удобную для них методологию разработки и управления, которая
превращает  создание  программного  продукта  в  упорядоченный  процесс.  Если  правильно
подобрана  методология  управления  проектами  –  работа  программиста  становится  более
прогнозируемой и эффективной.
Одной из самых обсуждаемых и популярных современных методологий является экс-
тремальное программирование (Extreme Programming, XP). Экстремальное программирова-
ние представляет собой метод разработки программного обеспечения (ПО) «снизу-вверх».
Данный метод – яркий пример так называемой гибкой или адаптивной методологии разра-
ботки (Agile Development Method). Гибкие методологии получили широкое распространение
в последние несколько лет и, в первую очередь, их популярность обусловлена адаптивно-
стью данного подхода. Для тяжеловесных методологий необходимо детальное планирование
большого объема разработок. Такой подход работает до тех пор, пока не возникнет необхо-
димость вносить изменения.  Следовательно, для этих методологий является естественным
сопротивляться любым изменениям. Гибкие методологии, напротив, изменения приветству-
ют. В отличие от тяжеловесных, они были задуманы как процессы, которые адаптируют из-
менения и выигрывают от них, даже в том случае, когда изменения происходят в них самих.
Вторым немаловажным качеством, которое обеспечило популярность гибким методологиям,
является ориентация не на процесс, а на человека. Agile-методологии предлагают учитывать
природные качества  человеческой натуры, а не действовать им наперекор.  Кроме этого в
гибких методологиях особо подчеркивается то, что работа по созданию программных про-
дуктов должна приносить удовольствие членам команды [1, c. 57].
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Гибкие методологии решают проблему чрезмерной бюрократизации в разработке ПО,
например: избыточность документации, не влияющей на результат работы, необходимость
заполнения ненужных форм и таблиц и т. д. Как правило, большая часть этих документов яв-
ляется формальностью и никак не влияет на скорость и качество разработки программного
обеспечения. Компании, использующие адаптивные методологии, как правило, показывают
большую эффективность, а также скорость и качество создания ПО. Это связано с тем, что
разработчики большую часть времени тратят непосредственно на разработку того функцио-
нала, который необходим в ближайшее время, чётко обозначен и продуман, не пытаясь объ-
ять все аспекты будущего продукта. Дополнительная эффективность работы команды разра-
ботчиков достигается также за счет упрощения документооборота и отказа от следования из-
начальной спецификации проекта, что позволяет быстрее и качественнее реагировать на из-
менения в требованиях и в окружении, в котором придется работать будущей программе [2].
Экстремальное программирование сводится к использованию ряда принципов, идей и приёмов:
– гибкое планирование (planning game). Задача гибкого планирования как можно быстрее
определить объем работ, который нужно выполнить до следующей версии программного про-
дукта. Главными здесь выступают потребности заказчика, то есть то, что ему нужно от продукта
для более успешного ведения бизнеса, на втором месте – оценка трудоемкости проекта, совме-
стимость с остальными элементами системы и т. д., то есть технические оценки. Планы изменя-
ются, как только они начинают расходиться с действительностью или пожеланиями заказчика;
– частая смена версий (small releases). Первую версию программного продукта нужно
сделать как можно быстрее. Следующие версии должны быть готовы через достаточно ко-
роткие промежутки времени (от нескольких часов при небольших изменениях и небольшой
программе, до месяца-двух при серьезной переработке крупной системы);
– метафора (metaphor) системы. Метафора – простое и понятное изложение механизма
работы  системы.  Основная  суть  технических  решений  должна  быть  описана  буквально  в
нескольких фразах;
– простые проектные решения (simple design). Система не должна быть сложной. Ее
нужно конструировать настолько просто, насколько это возможно. Если где-то обнаружена
сложность – она сразу убирается;
– разработка на основе тестирования (test-driven development).  Разработчики сначала
пишут тесты, потом пытаются реализовать свои модули так, чтобы тесты срабатывали. За-
казчики заранее пишут тесты, которые демонстрируют основные возможности системы, что-
бы можно было увидеть, что система работает;
– постоянная переработка (refactoring). Чтобы избежать излишней сложности, разработ-
чики постоянно проверяют и перерабатывают систему.  Код нужно упрощать, увеличивать
его гибкость без изменения в его поведении и т. д. После каждой переработки проводится те-
стирование системы. При этом программисты останавливаются на более элегантных и про-
стых решениях, нежели на тех, которые просто дали результат;
– программирование парами (pair programming). Для более эффективной работы разра-
ботчики  могут  работать  в  паре.  При этом один занимается  непосредственно  написанием
кода, а второй наблюдает за ситуацией со стороны, тестирует и дает советы по улучшению.
Необязательно работать в одной и тоже паре, программисты время от времени сменяются в
зависимости от типа задачи. Также какую-то часть времени разработчик может заниматься
написанием кода и потом перейти к анализу;
– коллективное владение кодом (collective ownership). За код отвечает вся команда. В
любой момент времени любой член команды может изменить код, если это необходимо, и
неважно, кто его написал. Разработчик не может выделить для себя часть работы и нести от-
ветственность только за нее;
– постоянная интеграция (continuous integration). Как только пара программистов выпол-
нила задачу, система проходит интеграционное тестирование. Чем больше раз система будет
протестирована, тем лучше. Желательно повторять эту процедуру несколько раз в день;
– 40-часовая рабочая неделя. Если команда перерабатывает положенное время, то это
первый  признак  начинающихся  неприятностей  в  проекте.  Возможно,  дело  в  неточном  
планировании. Не допускается переработка сверх рабочего дня на протяжении одной-двух
недель. В подобной ситуации, как правило, наблюдается «выдыхание» разработчиков и силь-
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но снижается их продуктивность;
– включение заказчика в команду (on-site customer). К команде разработчиков подклю-
чается и представитель заказчика, который доступен в течение рабочего дня программистов.
Он должен оперативно отвечать на возникающие в ходе работы вопросы, касающиеся рабо-
ты ПО, например, требуемой производительности, необходимости поддерживать связь с дру-
гими приложениями, работой системы в сложных ситуациях и пр.;
– использование кода как средства коммуникации. Ясность и понятность кода – одно из
ключевых требований в работе команды. В данном случае код выступает средством общения
между разработчиками. В этой связи он должен следовать определенным стандартам, кото-
рые знает каждый член команды. Такие стандарты, помимо ясности кода, должны обеспечи-
вать минимальность выражений;
– открытое рабочее пространство (open workspace). Разработчики работают в одном до-
статочно просторном помещении с целью упрощения коммуникации и возможности проведе-
ния коллективных обсуждений при планировании и принятии важных технических решений;
– изменение правил по необходимости (just rules). Каждый член команды должен при-
нять перечисленные правила, но при возникновении необходимости команда может поме-
нять их, если все разработчики пришли к согласию по поводу этого изменения [3, c. 112].
Экстремальное  программирование  рассчитано  на  небольшие команды (2–10 человек).
Авторы методики подчеркивают, что большее количество разработчиков разрушит простоту
коммуникации и сделает невозможным применение многих их вышеперечисленных приемов.
Среди достоинств XP стоит выделить большую гибкость, возможность быстро и акку-
ратно вносить изменения в программное обеспечение в ответ на изменения требований за-
казчиков, высокое качество получающегося в результате кода и отсутствие необходимости
убеждать заказчиков в том, что результат соответствует их ожиданиям.
Процессы, этапы и итеративность в экстремельном программировании. Организа-
цию процесса экстремального программирования можно представить в виде последователь-
но выполняемых операций.
Первый этап. Как только поступает проект от заказчика, менеджер команды принимает
решение, будут ли они с ним работать. Менеджер основывается на: занятости команды в дан-
ный момент времени, сложности проекта, опыте своих разработчиков и желании команды
работать над этим проектом. Если решение принимается положительное, то между заказчи-
ком и исполнителем заключается предварительный договор.
Второй этап. После заключения предварительного договора, представители заказчика
составляют так называемые карточки с историями. История – это описание одной из способ-
ностей будущего ПО. Затем разработчики изучают карточки на предмет возможности про-
граммной реализации и их целесообразности. Если у команды появляются замечания относи-
тельно  историй,  предоставленных  заказчиком,  карточки  отправляются  на  доработку.  Как
только согласован и утвержден полный список историй, команда разработчиков переходит к
планированию и согласованию дедлайна проекта. Заключается основной договор [3, c. 285].
Третий этап. Этот этап предполагает короткое и быстрое планирование. Вводится си-
стемная метафора (system metaphor)  – история, описывающая логику работы ПО, которую
могут рассказать любые участники проекта – заказчики, разработчики и менеджеры. Далее
все  члены команды занимаются  планированием версии системы:  отбирают приоритетные
для заказчика истории, определяют основные методы, средства и технологии, которые будут
использованы при реализации данной версии. В результате планирования все участники про-
цесса приходят к единому, устраивающему всех, решению. Это решение является оптималь-
ным как с точки зрения затрат ресурсов, так и с точки зрения временных затрат. На этом эта-
пе также осуществляется итерационное планирование.  Классической продолжительностью
итерации считается две недели. У каждой итерации есть определенный набор целей, и она
создает работающую реализацию конечной системы. Каждая последующая итерация строит-
ся на результатах предыдущих, развивает и усовершенствует систему до тех пор, пока не будет
создан конечный продукт. В процессе итеративной разработки производятся рабочие версии
системы, имеющие некий ограниченный набор требуемых свойств. Таким промежуточным
версиям недостает функциональности, но по созданным функциям они соответствуют конеч-
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ной системе. Промежуточные варианты системы должны быть интегрированы и протестиро-
ваны, как и конечная версия продукта. Все гибкие методологии и XP в частности, использу-
ют именно итеративный подход. Итеративный подход в рамках XP является особенно эффек-
тивным и нужным решением по нескольким причинам:
– приспособлен к меняющимся требованиям. Изменение требований и добавление новых
свойств, определяемое заказчиком или нуждами технологии – главная трудность большинства
проектов. Это приводит к опозданию со сдачей проекта, нарушению договорных условий, сни-
жению качества конечного продукта и, в результате, неудовлетворенности заказчиков. При этом
нарушение графиков сдачи как итогового продукта при разработке программного обеспечения –
довольно частая практика. Безусловно, часто меняющиеся требования – результат плохой прора-
ботки и планирования, но только после получения определенной версии системы, можно це-
лостно оценить, какие ее свойства важны, а какие можно удалить. Выполнение проекта без из-
менений грозит выпуском продукта, который не будет иметь коммерческой ценности. К тому же
следует помнить о таком важном факторе, как время. В мире бизнеса и информационных техно-
логий прогресс стремительно движется вперед и то, что актуально сегодня, через полгода может
оказаться устаревшим. В случае если проект рассчитан не на один год, с самого его начала сле-
дует готовиться к меняющимся требованиям со стороны заказчика;
– частая интеграция  минимизирует  переработку. Оставить интеграцию на конец разра-
ботки означает получить переработки с большими временными затратами – иногда до поло-
вины от всего объема проекта. Чтобы этого не произошло, итеративный подход предлагает
разбить весь процесс разработки на небольшие итерации, в конце каждой из которых должна
быть готова полноценная рабочая версия системы, полностью оттестированная и интегриро-
ванная, в этом случае переработка минимизируется;
– риски обнаруживаются и устраняются на ранних итерациях. Итеративный подход ми-
нимизирует риски на ранних стадиях, когда тестируются все компоненты. Он позволяет во-
время обнаружить, является ли предполагаемый риск реальным, а также выявить новые рис-
ки. В начале проекта это сделать гораздо легче и менее затратно для компании;
– выпуск продукта с ограниченной функциональностью. Итеративная разработка созда-
ет исполняемую архитектуру (хотя и с ограниченной функциональностью), которую можно
использовать для быстрого выпуска продукта с некоторыми ограничениями.
Четвертый  этап.  Происходит  непосредственно  процесс  программирования.  Парал-
лельно отрабатывается система модульного автоматизированного тестирования написанного
кода. Разработчики работают попарно и после выполнения очередной итерации, сделав ре-
факторинг, протестировав ПО на работоспособность, интегрируют код в основной проект.
Затем происходит тестирование проекта в целом. Во время всего процесса разработки ПО, в
офисе или удаленно, с командой работает представитель заказчика, который решает опера-
тивные вопросы, возникающие в процессе разработки [3, c. 288].
Пятый этап. Когда реализация версии заканчивается, она переходит к функционально-
му тестированию, которое осуществляют представители заказчика. На этом этапе возможно
несколько ситуаций:
– в продукте обнаружены ошибки – версия отправляется на доработку;
– заказчик добавляет ряд новых требований в текущую версию программы – версия
продукта отправляется на доработку;
– версия одобрена и готова для ввода в эксплуатацию.
Готовым программным продуктом пользуются реальные люди, и разработчики могут
сразу проследить поведение системы, увидеть потребности бизнеса.  Также заказчик может
оценить эффективность разработанного ПО. Если проект убыточен, либо заказчик не видит
смысла в его дальнейшей модернизации, он сворачивается. В случае успеха, продукт выполня-
ет свою цель, и заказчик предлагает новые истории для модернизации. После чего начинается
оценка этих историй и разработка очередной версии программного обеспечения [4, c. 49].
Таким образом, методология XP выгодно отличается от классического подхода к разра-
ботке программного обеспечения.
Основные преимущества экстремального программирования перед другими методологиями:
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– сжатые сроки реализации ПО;
– возможность контроля за соблюдением сроков выполнения проекта;
– минимальное время между оценкой будущего ПО и вводом готового проекта в экс-
плуатацию;
– отсутствие строгой архитектуры системы (целостность кода обеспечивается постоян-
ным тестированием, рефакторингом дизайна, частой мелкой интеграцией кода);
– постоянная обратная связь с заказчиком;
– сведение к минимуму ошибок при разработке, которые влияют в итоге на себестои-
мость продукта;
– слаженная работа команды и правильная организация рабочего пространства [5, с. 34].
Среди  недостатков  данного  подхода  стоит  отметить  невозможность  применения
большой командой, а также неприспособленность XP для тех случаев, в которых возможные
решения не находятся сразу на основе ранее полученного опыта, а требуют проведения пред-
варительных исследований.
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