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Resumo. ¿ Neste artigo a Programac¸a˜o em Lo´gica com Restric¸o˜es (PLR) e´
aplicada ao problema cla´ssico das n-rainhas , contudo, cada posic¸a˜o ou ce´lula
no tabuleiro possui um peso, um valor inteiro. Assim, este tabuleiro e´ pon-
derado segundo uma tabela de pesos, o qual generaliza o conceito de um tab-
uleiro com pesos iguais em todas as suas ce´lulas. O objetivo consiste em en-
contrar as combinac¸o˜es das n-rainhas que levem ha´ uma maximizac¸a˜o sobre
estas combinac¸o˜es va´lidas. Este problema e´ uma meta´fora para problemas
reais combinatoriais e ubı´qua. Os resultados levantados bem como o tempo
de maximizac¸a˜o sa˜o factı´veis dada a complexidade desta classe de problema.
Este resultado fortalece a PLR como uma teoria atrativa a problemas combina-
toriais a serem aplicados a problemas reais.
Abstract. In this article, the Constraint Logic Programming (CLP) is applied to
the classic problem of nqueens, however, each position or cell on the board has
a weight as an integer value. Therefore, this board is considered according to a
weight table, that generalizes the concept of a board with equal weights in every
cell. The goal consists of determining combinations of nqueens that result in
the maximization of those valid positions. This problem is a metaphor for real
world combinatorial problems and ubiquitous. The produced results, as well
as the maximization time, are doable given the complexity of this class of prob-
lems. This result strengthen the CLP as an attractive theory for combinatorial
problems to be applied to real problems.
1. Introduc¸a˜o
Um objetivo recorrente em Inteligeˆncia Artificial (IA) e´ a especificac¸a˜o de metodologias
e te´cnicas que resolvam problemas especı´ficos, cujas soluc¸o˜es apresentem caracterı´sticas
do comportamento humano “inteligente”. Os objetivos atuais da IA esta˜o distantes da
definic¸a˜o original de inteligeˆncia para uma ma´quina, formulada por Turing, a qual exige
senso comum em sua avaliac¸a˜o, logo, uma definic¸a˜o contestada por va´rios. A IA atual
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visa estabelecer uma tecnologia capaz de suportar o desenvolvimento de programas com
bom desempenho em tarefas que exijam sofisticac¸a˜o cognitiva em um domı´nio especial-
izado. Um programa que atenda a essa condic¸a˜o e´ considerado inteligente. Essa definic¸a˜o
de “inteligeˆncia” almeja um sistema com a capacidade de aprender novos conhecimen-
tos a partir de um conhecimento ba´sico e, finalmente, reproduzi-los com desempenho
semelhante a um especialista.
Neste contexto, os problemas que exijam algum tipo de habilidade humana,
quanto a estruturac¸a˜o de uma soluc¸a˜o algoritmica, os quais conduzam ha´ um significa-
tivo nu´mero de espac¸o de estados, raciocı´nio diversos, incertezas, mu´ltiplas avaliac¸o˜es,
manutenc¸a˜o de verdades, dinaˆmica temporal, evoluc¸a˜o, etc, sa˜o de interesse da IA. Logo,
a habilidade mental tı´pica do ser humano na soluc¸a˜o de um problema, torna um indicativo
de que um dado problema e´ ou na˜o de interesse da IA.
Neste artigo, um problema cla´ssico da IA, significativo quanto memo´ria utilizada
e espac¸o de estados e´ atacado por uma te´cnica conhecida como a Programac¸a˜o em Lo´gica
por Restric¸o˜es (PLR) [Jaffar and Lassez 1987]. A PLR encontra-se inserida na a´rea de
Programac¸a˜o por Restric¸o˜es (PR) [Apt 2003] a qual se preocupa em resolver problemas
combinatoriais tı´picos das classes NP e E [Rossi et al. 2006, Dechter 2003].
O problema apresentado e´ o das n–rainhas, com um tabuleiro de pesos, aleato´rios
ou na˜o, sob as ce´lulas. A proposta e´ dispor estas rainhas no tabuleiro tal que estas na˜o
se ataquem mutuamente, e que a soma dos pesos em cada ce´lula escolhida, seja a maior
possı´vel em uma dada configurac¸a˜o; neste caso uma maximizac¸a˜o. Logo, tem-se um
problema multi-objetivo: nenhum conflito entre n rainhas dispostas sobre um tabuleiro
n × n e maximizar ou minimizar, a soma do peso final de todas as ce´lulas que a mesma
ocupem.
Este artigo esta´ organizado de acordo com: na sec¸a˜o 2 uma revisa˜o–resumo do
contexto da PLR e suas motivac¸o˜es. Na sec¸a˜o 3 segue por uma ana´lise e modelagem do
problema. Na sec¸a˜o 4 e´ discutido aspectos te´cnicos desta soluc¸a˜o escrito na linguagem
ProLog. Na sec¸a˜o 5 alguns testes sa˜o exibidos afim de constatar a eficieˆncia da PLR.
2. Fundamentac¸a˜o Conceitual
Nesta sec¸a˜o e´ introduzida a classe dos Problemas de Satisfac¸a˜o de Restric¸o˜es, a te´cnica
da Programac¸a˜o por Restric¸o˜es e um de seus sub-conjuntos: Programac¸a˜o em Lo´gica
com Restric¸o˜es.
2.1. Problemas de Satisfac¸a˜o de Restric¸o˜es
Um problema combinatorial cla´ssico e´ apresentado por um conjunto de varia´veis de um
sistema, as quais sera˜o instanciadas por objetos de domı´nios, segundo um conjunto de
relac¸o˜es, as quais representam o relacionamento entre os objetos. A tarefa combinatorial
e´ dada pela ac¸a˜o de instanciar estes objetos as varia´veis, de tal modo que todas as relac¸o˜es
sejam satisfeitas.
A esta classe de problemas combinatoriais e´ conhecida como Problemas de
Satisfac¸a˜o de Restric¸o˜es (PSRs). A resoluc¸a˜o dos PSR’s constituem em encontrar val-
ores as varia´veis respeitando ou satisfazendo suas restric¸o˜es. Deste modo, um PSR e´
tipicamente um problema NP-Completo [Rossi et al. 2006]. O desafio de todo o proces-
samento por restric¸o˜es esta´ em gerar algoritmos que resolvam esta classe de problemas
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em um tempo computacional aceita´vel. Invariavelmente, alguns destes problemas NP,
podem apresentar uma complexidade espacial considera´vel, assim passam para classe
P-SPACE [Sipser 1996]. Dado este aspecto combinatorial e de complexidade NP, esta
passa ter interesse por outras a`reas da pesquisa que lidam buscas heurı´sticas, tais como a
Computac¸a˜o Evolutiva (CE), ou ainda buscas completas com a IA cla´ssica e a Pesquisa
Operacional (PO), etc.
Uma das partes mais instigantes sobre os PSRs e´ que os mesmo sa˜o onipresentes
em problemas do mundo real [Rossi et al. 2006]. Destacam-se os problemas de escalon-
amento, planejamento, roteamento, contenc¸a˜o, alocac¸a˜o, etc, assim uma das te´cnicas de
se atacar os PSR, e´ com a PR.
2.2. Programac¸a˜o por Restric¸o˜es
O objetivo da Programac¸a˜o por Restric¸o˜es (PR) e´ resolver problemas por explorac¸a˜o das
restric¸o˜es encontrando valores que satisfac¸am uma soluc¸a˜o [Apt 2003]. A PR proveˆ uma
abordagem declarativa para resoluc¸a˜o de problemas.
Usualmente, esta te´cnica consiste em modelar um problema utilizando-se de
varia´veis, domı´nios e restric¸o˜es. Esta modelagem pode ser utilizada em problemas de
pequeno, me´dio e grande porte e podem ser resolvidas utilizando te´cnicas cla´ssicas de
programac¸a˜o para computadores [Barta´k 2007].
A tarefa principal de um algoritmo PR esta´ em encontrar soluc¸o˜es (valores para
as varia´veis) que obedec¸am a`s regras impostas pelas restric¸o˜es. Um resultado e´ dito
consistente quando atende a estes crite´rios [Barta´k 1999]. Para aplicac¸o˜es da PR exis-
tem algoritmos que se utilizam dos conceitos advindos da Pesquisa Operacional (PO), da
Programac¸a˜o em Lo´gica (PL), entre outros [Barta´k 2007].
2.3. Alguns Fundamentos da Programac¸a˜o por Restric¸o˜es
Esta subsec¸a˜o apresenta alguns fundamentos da PR, pois, estes elementos descrevem as
restric¸o˜es e declarac¸o˜es sobre um problema. Os problemas devem ser modelados, catego-
rizados, ou seja, representados de forma a fazer com que se possa aplicar um determinado
me´todo de busca para encontrar a(s) soluc¸a˜o(o˜es). Diversas sa˜o as te´cnicas encontradas
na IA para a modelagem e resoluc¸a˜o de problemas [Russell and Norvig 2010].
Assim um modelo em PR, para classe dos PSR, seguem de modo canoˆnico a tupla
(V,D,R), onde:
V : um conjunto de varia´veis usadas na modelagem do problema, {x1, ..., xn};
D: um conjunto domı´nio(s), {D1, ..., Dn} em que as varia´veis de V podem assumir val-
ores;
R: tem-se no de m conjunto de restric¸o˜es um mapeamento do tipo (V × D)m → V .
Assim, uma restric¸a˜o e´ dada por: rj(x1, ..., xn)
Logo, encontrar uma soluc¸a˜o de um modelo em PR e´ logicamente expresso por:
∃x1∃x2...∃xn(r1(x1, ..., xn) ∧ r2(x1, ..., xn) ∧ ... ∧ rm(x1, ..., xn))
Onde a sua interpretac¸a˜o lo´gica consistente e´ uma resposta ao prob-
lema. A descric¸a˜o de sua solubilidade e´ ana´loga ao mundo de Herbrand
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[Russell and Norvig 2010]. Cada restric¸a˜o e´ aplicada a um subconjunto de varia´veis,
visando a satisfatibilidade em de seus valores. Uma atribuic¸a˜o e´ dita consistente se esta
na˜o violar nenhuma restric¸a˜o. Assim, uma soluc¸a˜o e´ encontrada quando todas as varia´veis
possuirem um valor consistente [Apt 2003, Dechter 2003, Rossi et al. 2006].
2.4. Definic¸o˜es
Para compreender a aplicac¸a˜o da PLR e´ necessa´rio definir algumas definic¸o˜es pro´prias da
a´rea. Esta sec¸a˜o esta´ resume algumas destas definic¸o˜es [Dechter 2003, Apt 2003].
Conjunto: Um conjunto e´ uma colec¸a˜o de objetos distintos e um objeto em uma
colec¸a˜o e´ chamado de um membro ou elemento de um conjunto.
Ordenac¸a˜o: Um conjunto na˜o pode conter o mesmo objeto mais de uma vez, e
estes elementos na˜o sa˜o ordenados.
Varia´vel: Uma varia´vel possui uma colec¸a˜o de valores, chamada domı´nio.
Domı´nio: Um domı´nio de uma varia´vel e´ um conjunto que lista todas os objetos
possı´veis que a varia´vel pode conter.
Tupla: Uma tupla e´ um a sequ¨eˆncia de objetos, na˜o necessariamente distintos e
um objeto em sequeˆncia e´ chamado de componente.
Restric¸o˜es
As restric¸o˜es conduzem ha´ um encolhimento no espac¸o de possibilidades (de estados) na
busca por uma soluc¸a˜o. A ordem pela qual as restric¸o˜es sa˜o impostas na˜o e´ relevante, mas
sim, que ao final da conjunc¸a˜o dos termos seja atribuı´do o valor verdadeiro. As restric¸o˜es
possuem propriedades importantes a serem citadas [Rossi et al. 2006], tais como:
• Constitui uma informac¸a˜o parcial, haja vista que esta na˜o pode, por si so´, deter-
minar o valor das varia´veis do problema;
• As restric¸o˜es sa˜o aditivas. Por exemplo: uma restric¸a˜o r1 : X + Y ≥ Z pode ser
adicionada a uma outra restric¸a˜o r2 : X + Y ≤ W ;
• As restric¸o˜es raramente sa˜o independentes. Geralmente compartilham varia´veis,
pois tratam sob um mesmo modelo. A combinac¸a˜o das restric¸o˜es r1 e r2 resulta
na obtenc¸a˜o de uma expressa˜o alge´brica do tipo: Z ≥ X + Y ≤ W ;
• As restric¸o˜es sa˜o ainda na˜o-direcionais. Considerando a restric¸a˜o X+Y = Z, esta
pode ser utilizada para determinar a sua forma equivalente em X (X = Z − Y )
ou em Y (Y = Z −X);
• As restric¸o˜es sa˜o de natureza declarativa pelo fato de apenas denotarem as
relac¸o˜es que devem ser asseguradas entre varia´veis sem especificar um proced-
imento computacional para estabelecer esse relacionamento.
Estas caracterı´sticas sa˜o tı´picas no uso de restric¸o˜es em problemas do tipo PSR.
A aplicac¸a˜o da restric¸a˜o em um PR deve levar em considerac¸a˜o as varia´veis do problema,
bem como o domı´nio ao qual elas pertencem. A subsec¸a˜o 2.4, apresenta as definic¸o˜es de
domı´nios.
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Domı´nios
A maioria das linguagens de PR possuem suporte a diversos tipos de domı´nios. Den-
tre elas destacam-se as restric¸o˜es booleanas, domı´nios finitos, intervalos reais e termos
lineares. Os mais utilizados sa˜o: inteiros, booleanos, reais (potencialmente infinito), con-
juntos, intervalos, etc. Detalhes encontram-se [Apt 2003].
2.5. Programac¸a˜o em Lo´gica e a Linguagem ProLog
A Programac¸a˜o em Lo´gica consiste em utilizar a lo´gica matema´tica (ca´lculo dos
predicados ou lo´gica de primeira-ordem) para descrever programas. Esta segue
uma implementac¸a˜o mecaˆnica de um resolvedor baseado no me´todo da Resoluc¸a˜o
[Kowalski and Kuehner 1971, Kowalski 1974].
A linguagem de programac¸a˜o ProLog e´ orientada ao paradigma da programac¸a˜o
em lo´gica [Kowalski 1979]. Essa linguagem e´ de propo´sito geral, frequ¨entemente associ-
ada com a Inteligeˆncia Artificial e Lingu¨ı´stica Computacional [Covington et al. 1989]. A
linguagem ProLog tem um subconjunto puramente lo´gico, denominado “ProLog puro”,
bem como uma se´rie de caracterı´sticas extras-lo´gicos.
A sua origem como linguagem e uma implementac¸a˜o experimental ocorreu du-
rante o ano de 1972 e foi desenvolvida por Alain Colmerauer e Philippe Roussel. Estes
se basearam na interpretac¸a˜o procedural das cla´usulas de Horn1 realizadas por Robert
Kowalski.
2.6. Programac¸a˜o em Lo´gica com Restric¸o˜es
A partir das definic¸o˜es da PR e avanc¸os na Programac¸a˜o em Lo´gica, surge um uso
natural e imediato desta, visando a explorac¸a˜o e reduc¸a˜o do espac¸o de estados. Este
trabalho resulta numa sub-a´rea da PR, definida por a Programac¸a˜o em Lo´gica com
Restric¸o˜es (PLR) [Apt 2003, Marriott and Stuckey 1998]. Os primeiros trabalhos datam
dos meados dos anos 80, ainda dentro a a´rea da Inteligeˆncia Artificial, para em seguida,
se consolidar como uma a´rea em particular a partir do artigo seminal de J. Jaffar
[Jaffar and Lassez 1987].
A exemplo da PR, a PLR e´ atrativa sob os seguintes requisitos metodolo´gicos:
• Adequac¸a˜o a representac¸a˜o do conhecimento, caso este seja construı´do em lo´gica
formal;
• Ra´pida prototipac¸a˜o e consequentemente baixo custo de desenvolvimento;
• Visa˜o declarativa de suas restric¸o˜es, possibilitando uma facilidade quanto aos
testes e depurac¸a˜o;
• Flexibilidade na codificac¸a˜o dos algoritmos por abstrair caracterı´sticas de
programac¸a˜o em lo´gica.
3. Modelagem do Problema das N-Rainhas
O problema das n-rainhas e´ antigo tendo mais de dois se´culos. Inicialmente era conhecido
como o problema das 8-rainhas, tem sido estudado por matema´ticos famosos, ao longo
1Em lo´gica matema´tica: uma cla´usula de Horn e´ uma cla´usula (uma disjunc¸a˜o de literais) com pelo
menos um literal positivo.
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dos anos, incluindo o matema´tico alema˜o Karl Friedrich Gauss (1777-1855). O problema
foi generalizado para n× n lugares em 1850 por Franz Nauck. Desde a de´cada de 1960,
com a ra´pida evoluc¸a˜o na cieˆncia da computac¸a˜o, este problema tem sido usado como
exemplo para algoritmos de busca por retrocesso backtracking, gerac¸a˜o de permutac¸a˜o,
paradigma dividir e conquistar, metodologia de desenvolvimento de programas, proble-
mas de satisfac¸a˜o com restric¸o˜es, programac¸a˜o inteira, e de especificac¸a˜o.
O problema consiste em encontrar todas as formas possı´veis de posicionar as n-
rainhas em um tabuleiro de xadrez de n lugares, de tal modo que as n-rainhas na˜o se
ataquem. De acordo com as regras de xadrez, a rainha ataca ce´lulas em todas as direc¸o˜es
para linha, coluna e diagonais. Assim, o objetivo e´ posicionar as n-rainhas em um tab-
uleiro de n × n de tal forma que duas rainhas nunca estejam na mesma linha, coluna e
diagonais [Tsang 1993]. A Figura 1 mostra uma soluc¸a˜o para o problema cla´ssico.
Figura 1. Uma soluc¸a˜o va´lida para o problema das 8 rainhas
A ordem de complexidade do problema e´ fatorial2 onde uma soluc¸a˜o pode ser
visualizada como uma permutac¸a˜o das n rainhas em uma vetor unidimensional. Assim,
inicialmente o espac¸o de estados inicial e´ dado por n! soluc¸o˜es, uma vez que cada soluc¸a˜o
das n-rainhas e´ baseada no tamanho n × n do tabuleiro [Tsang 1993]. Devido o ataque
nas linhas, colunas e diagonais este valor n! se reduz drasticamente.
Definic¸a˜o 3.1. Como uma proposta para soluc¸a˜o do problema, posic¸a˜o das rainhas, e´ um
vetor que armazene valores onde cada elemento do vetor representa o nu´mero da coluna
para linha corrente do tabuleiro. Cada linha e coluna conte´m exatamente uma rainha.
Sendo assim, o vetor Qs = {2, 4, 6, 8, 3, 1, 7, 5} e´ uma soluc¸a˜o possı´vel, representado
pela Figura 1. Exemplificando: Q(3) = 6, leia-se, a rainha da linha 3 esta´ posicionada na
coluna 6.
Definic¸a˜o 3.2. O posicionamento de cada rainha deve obedecer as regras segundo o jogo
de xadrez. Sendo assim, a Equac¸a˜o 1a garante que duas rainhas na˜o estejam na mesma
linha e na mesma coluna. Da mesma forma a Equac¸a˜o 1b garante que duas rainhas na˜o
estejam na mesma diagonal [Tsang 1993], dado por:
∀i,j : Qi 6= Qj (1a)
∀i,j : Qi = a ∧Qj = b→ i− j =6 |a− b| (1b)
Para a demonstrac¸a˜o e´ utilizado o vetor Qs apresentado na Definic¸a˜o 3.1 que e´
uma soluc¸a˜o va´lida apresentada na Figura 1. A seguinte listagem exemplifica as equac¸o˜es
2Lembrar que n! > 2n tal que n > 4, logo este problema tem complexidade exponencial.
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1a e 1b:
i = 1 (2a)
j = 2 (2b)
Qi = 2 (2c)
Qj = 4 (2d)
Validando a restric¸a˜o 1:
Qi 6= Qj (3a)
2 6= 4 (3b)
true (3c)
Validando a restric¸a˜o 2:
a = Qi = 2 (4a)
b = Qj = 4 (4b)
x = |a− b| = 2 (4c)
i− j = 1− 2 = −1 (4d)
i− j =6 x true (4e)
Se as restric¸o˜es forem verdadeiras, as posic¸o˜es das rainhas sa˜o va´lidas. Esse pro-
cesso e´ realizado entre todos os elementos do vetor Qs. Uma soluc¸a˜o e´ va´lida quando
satisfaz todas as restric¸o˜es. Este conjunto de fo´rmulas e´ a esseˆncia dos algoritmos apre-
sentados nas sec¸o˜es seguintes.
4. Implementac¸a˜o
A partir de uma configurac¸a˜o va´lida, que atenda as restric¸o˜es 3.1 e 3.2, o problema con-
siste em encontrar a melhor combinac¸a˜o das n-rainhas para um tabuleiro de xadrez com
pesos. Este problema apresenta uma meta´fora imediata ha´ uma classe de problemas reais,
os quais apresentam aspectos combinatoriais. Por exemplo, seja uma linha de produc¸a˜o
com va´rias ce´lulas produtivas ou de manufatura. Cada ce´lula desta e´ modelada como uma
linha ou coluna completa no tabuleiro, tal que os pesos em cada casa do tabuleiro, indicam
os recursos disponı´veis nesta ce´lula. O objetivo deste problema real e´ encontrar quais os
recursos a serem aplicados em cada ce´lula, afim de maximizar a linha da produc¸a˜o por
completo.
Definic¸a˜o 4.1. O valor selecionado da tabela de pesos e´ determinado conforme a posic¸a˜o
Q(i) × seus pesos(j) de uma rainha no tabuleiro. Apenas relembrando, Q(i) e´ a rainha
da linha i com seus respectivos pesos em cada coluna j.
Definic¸a˜o 4.2. A melhor soluc¸a˜o para o problema e´ dado pela maior soma dos valores
selecionados na tabela de pesos que satisfac¸am as Definic¸o˜es 3.1 e 3.2. Leia-se o valor
maximal deste problema.
Como exemplo, a soluc¸a˜o encontrada pelas posic¸o˜es e pesos definidas na Figura
1, tem-se uma saı´da com o valor de 40 unidades, segundo a tabela de pesos nesta mesma
figura (Figura 1).
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1 2 3 4 5 6 7 8
2 3 4 5 6 7 8 1
3 4 5 6 7 8 1 2
4 5 6 7 8 1 2 3
5 6 7 8 1 2 3 4
6 7 8 1 2 3 4 5
7 8 1 2 3 4 5 6
8 1 2 3 4 5 6 7
Figura 2. Exemplo de problema com soluc¸a˜o {2, 5, 8, 3, 7, 6, 5, 4} gerando Max =
40
A seguir as implementac¸o˜es com a programac¸a˜o em lo´gica, na linguagem Pro-
Log [Bratko 2001], e em PLR [Marriott and Stuckey 1998, Apt and Wallace 2007] aqui
desenvolvida.
4.1. Formulac¸a˜o do Problema das N-Rainhas
Para formalizar o Problema em PLR deve ser identificado um conjunto de varia´veis e um
domı´nio.
Definic¸a˜o 4.3. As varia´veis sa˜o os elementos do vetor da Definic¸a˜o 3.2.
Definic¸a˜o 4.4. As restric¸o˜es para esta modelagem sa˜o definidas em 3.1.
Definic¸a˜o 4.5. O domı´nio das soluc¸o˜es se encontra no conjunto dos nu´meros naturais
(N) e esta´ restrita ao limite de 1 ≤ x ≤ k onde x e´ um valor da soluc¸a˜o para o problema
das n-rainhas e k e´ o tamanho do lado do tabuleiro.
4.1.1. Soluc¸a˜o em ProLog
Uma implementac¸a˜o original da soluc¸a˜o do problema das n-rainhas se encontra em
[Bratko 2001]. Esta foi estendida para adicionar a questa˜o dos pesos no tabuleiro. Esta
implementac¸a˜o e´ utilizada para comparac¸a˜o com a soluc¸a˜o por PLR. Devido a falta de
espac¸o, este co´digo e´ omitido.
4.1.2. Soluc¸a˜o em PLR
A implementac¸a˜o original em PLR foi desenvolvida por Markus Triska [Triska 2008],
este co´digo serviu de base para considerar pesos de cada ce´lula no tabuleiro. Igualmente,
este co´digo e´ omitido.
4.2. Modelagem da Maximizac¸a˜o das Soluc¸o˜es com Tabela de Pesos
A maximizac¸a˜o da soluc¸a˜o final consiste em analisar todas as soluc¸o˜es va´lidas para o
problema, pela soma dos valores nas posic¸o˜es onde cada rainha se encontra. O valor a ser
somado e´ definido por uma tabela de pesos, gerada aleatoriamente. Contudo, esta tabela
e´ a mesma para todas as soluc¸o˜es possı´veis a serem encontradas. O predicado findall
e´ empregado para encontrar todas soluc¸o˜es possı´veis. A partir destas combinac¸o˜es, uma
comparac¸a˜o entre todos pesos encontrados, escolhe-se a de maior peso, tratando-se de
uma maximizac¸a˜o. No caso de uma minimizac¸a˜o, o valor e´ o de menor peso. O co´digo
completo deste experimento pode ser obtido com os autores.
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5. Resultados
O experimento consistiu em implementar os dois me´todos: utilizando uma linguagem em
lo´gica pura e um segundo com a PLR. A ana´lise e´ feita sobre o vetor soluc¸a˜o do problema
das n-rainhas , buscando o valor maximizado. As implementac¸o˜es foram realizadas com a
versa˜o 5.6.52 SWI-ProLog3 http://www.swi-prolog.org. A biblioteca utilizada
para PLR e´ a clpfd disponı´vel no mesmo pacote de instalac¸a˜o do SWI-ProLog.
Os testes consistem em executar as instaˆncias va´lidas. Com uma tabela de pesos
gerada aleatoriamente, o tempo de processamento e´ computado a partir da gerac¸a˜o de
todas soluc¸o˜es, e em seguida a sua maximizac¸a˜o. A tabela 5 apresenta alguns destes
valores quando executados em uma ma´quina padra˜o com 1.8 GHz de velocidade de CPU,
512 Kbytes de memo´ria principal.
Tabuleiro ProLog PLR Nu´mero de Combinac¸o˜es
4× 4 ∼= 0.512 ms ∼= 2.979 ms 2
6× 6 ∼= 195.236 ms ∼= 113.003 ms 4
8× 8 ∼= 1029.973 ms ∼= 722.416 ms 92
10× 10 ∼= 99.553 seg ∼= 15.00 seg 724
12× 12 ≥ 120 min ∼= 334.117 seg 14200
Embora tenha-se obtido tempos aceita´veis, a estatı´stica dos tempos obtidos
demonstram a complexidade exponencial deste problema. Para N > 10, este problema
assume uma complexidade superior a 2N , logo, um problema NP-completo. Tratando-se
de uma otimizac¸a˜o, este e´ um cla´ssico NP-difı´cil, do ingleˆs, NP-hard [Sipser 1996]. Com
tabuleiros de lado maior que 8 unidades os tempos crescem por um fator exponencial. A
partir de um tabuleiro de tamanho 7, inicia as vantagens da utilizac¸a˜o da PLR comparada
com a programac¸a˜o em lo´gica tradicional. Mesmo com instaˆncias pequenas, devido a
natureza do problema, logo se comec¸a a notar as diferenc¸as de tempos de execuc¸a˜o. En-
contrar a melhor combinac¸a˜o na˜o o fator mais complicado neste experimento, mas sim
encontrar todas combinac¸o˜es.
Em estrate´gias de buscas por melhoramentos como algoritmos gene´ticos, si-
mulated annealing, sa˜o interessantes se o objetivo fosse encontrar uma u´nica soluc¸a˜o
[Russell and Norvig 2010]. Contudo, no problema aqui proposto, a complexidade do con-
trole em evitar as soluc¸o˜es duplicadas por estes me´todos, deixaria de ser uma abordagem
via´vel neste problema. Assim, a completude quanto as soluc¸o˜es existentes de um dado
problema, torna a PLR como uma te´cnica atrativa.
6. Conclusa˜o
Neste artigo foi aplicado a Programac¸a˜o em Lo´gica com Restric¸o˜es (PLR) ao problema
das n-rainhas , com o diferencial de que o mesmo apresenta uma tabela de pesos sobre
as posic¸o˜es/ce´lulas no tabuleiro. A modelagem do problema foi construı´da para que dois
algoritmos, ProLog padra˜o e a PLR, encontrem todas as combinac¸o˜es va´lidas para o prob-
lema das n-rainhas . Dentre todas soluc¸o˜es encontradas, uma maximizac¸a˜o e´ aplicada
afim de encontrar a melhor combinac¸a˜o para as n-rainhas sob este tabuleiro ponderado.
3SWI-ProLog: Interpretador para a linguagem de Programac¸a˜o em Lo´gica, neste caso o ProLog. Esta
permite a utilizac¸a˜o de bibliotecas para PLR, do ingleˆs CLP Constraint Logic Programming e outras como
o uso da linguagem C/C++.
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A soluc¸a˜o com PLR teve um desempenho superior a soluc¸a˜o exclusiva da programac¸a˜o
em lo´gica. Na realizac¸a˜o dos experimentos constatou-se que o tempo para encontrar o
valor da maximizac¸a˜o e´ desprezı´vel para instaˆncias de N > 8. Assim, para estes proble-
mas combinatoriais, a Programac¸a˜o por Restric¸o˜es (PR) e te´cnicas derivadas como PLR
podem ser facilmente aplicada a problemas do mundo real. Alternativas a estudos futuros
e abertos, destacam-se: hardwares especializados, paralelismo e concorreˆncia.
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