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Resum 
 
En el present projecte s’ha dissenyat i desenvolupat una aplicació web 
utilitzant com a llenguatge de programació el Java i més concretament la 
plataforma J2EE.  S’han analitzat els recursos que ofereix aquesta plataforma i 
altres d’existents. A part de la programació també s’han utilitzat eines per crear 
el disseny gràfic de la web. 
 
L’aplicació web forma part d’un simulador de vol i serveix per que els usuaris 
puguin realitzar tasques d’administració i gestió en el servidor. Aquest servidor 
és el nucli del simulador i realitza totes les tasques de control, sincronització i 
gestió del simulador. 
 
El tret diferencial més important amb les aplicacions web comunes és el fet 
que la present és configurable per el/s programadors del servidor a partir d’un 
fitxer XML, sense que aquests hagin de tenir coneixements de web. Aquesta 
característica fa que sigui una aplicació web peculiar i ha afegit interès al seu 
desenvolupament. 
 
Les funcionalitats que ofereix l’aplicació són l’autenticació i, sobretot, 
l’execució de funcions del servidor. Una altra característica és que permet 
canviar l’idioma de l’aplicació sense haver de modificar ni el codi font ni les 
planes web d’aquesta. 
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Overview 
 
 
In this project a web application has been designed and developed with the 
use of Java and, most specifically, the J2EE platform. The resources this 
platform offers, along with some others, have been analyzed. Apart from 
programming, other tools have been used in order to create the graphic design 
of the web.  
 
The web application is a part of a flight simulator and it is used by the users to 
fulfill the administration tasks and those regarding the management of the 
server. This server is the center of the simulator and it completes all of the 
control, synchronization and management tasks of the simulator. 
 
The most noticeable and important distinctive point with common web 
applications is the fact that it is configurable by the server’s programmer/s by a 
XML file without previous web knowledge required. This characteristic makes it 
a peculiar web application and has added interest in its development. 
 
The uses this application offers are the authenticity and, above all, the 
execution of server functions. Another characteristic is that it allows one to 
change the application language without having to modify neither the code nor 
the web page. 
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INTRODUCCIÓ 
 
La telemàtica és la branca de les telecomunicacions que estudia l’aplicació de la 
informàtica a les telecomunicacions i biceversa. Però principalment, la telemàtica 
gira al voltant de les xarxes de computadors, com poden ser les xarxes locals 
(amb o sense cables), les xarxes  d’àrea extensa, les xarxes cel·lulars o el mateix 
Internet. 
 
El que s’estudia sobre aquestes xarxes és, entre d’altres, el seu disseny i 
dimensionat, el manteniment i configuració, la seguretat, i els serveis i aplicacions 
que podem tenir sobre aquestes xarxes. 
 
La branca de la telemàtica que es centra en els serveis i les aplicacions és la que 
he triat com a punt de partida per tirar endavant aquest Treball Final de Carrera. 
 
Aquesta branca és la més lligada a la informàtica i té un ventall d’aplicacions cada 
cop més ampli sobretot amb l’expansió d’Internet. Hi ha multitud d’aplicacions 
informàtiques que s’utilitzen sobre una xarxa d’ordinadors. Aquestes aplicacions 
s’anomenen aplicacions distribuïdes. 
 
Les aplicacions distribuïdes són cada cop més utilitzades i en àmbits més dispars. 
Un tipus d’aplicació distribuïda molt utilitzat és el que te una estructura client – 
servidor. De fet, la majoria d’aplicacions que s’utilitzen en xarxes són d’aquest 
tipus. Per posar alguns exemples tindríem el correu electrònic, les aplicacions de 
missatgeria tipus Messenger, ràdio per Internet, etc. Però l’aplicació client – 
servidor per excel·lència (sobretot a Internet) és el web. 
 
El present projecte consisteix en el disseny i desenvolupament d’una aplicació web 
que s’emmarca dins d’un macroprojecte de creació d’un simulador de vol. Aquesta 
aplicació web farà de pont entre els usuaris i el simulador principalment en les 
tasques d’administració. 
 
La programació s’ha dut a terme en el llenguatge Java i s’ha utilitzat un entorn de 
desenvolupament lliure però molt complert: Eclipse SDK de Apache Software 
Foundation. L’elecció d’aquest es deu a la seva gratuïtat, a l’existència de molts 
plug-ins o complements, i al fet que durant la carrera, a l’assignatura Intensificació 
en Serveis Telemàtics ja es va utilitzar aquest entorn de programació. 
 
La present memòria s’ha estructurat de la següent manera. En el CAPÍTOL 1 s’ha 
decidit per introduir l’entorn on s’ha emmarcat el present projecte, és a dir, el 
simulador de vol i els altres projectes involucrats. Seguidament s’ha donat una 
visió general del simulador i una descripció més detallada de la part en el qual 
s’emmarca el present projecte. 
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Al CAPÍTOL 2 s’han definit els objectius i les premisses que es van establir a l’inici 
del projecte. És obvi que, abans d’entrar en detall amb el treball realitzat, s’han de 
descriure els objectius que s’han plantejat. També s’esmenten algunes decisions 
preses de caire general i finalment es fa un anàlisis funcional. 
 
En el CAPÍTOL 3 es defineixen les eines sobre les quals s’ha treballat. No l’entorn 
de programació comentat abans (Eclipse) sinó els estàndards i els recursos Java 
utilitzats. S’ha cregut convenient que abans d’entrar en detall amb l’arquitectura de 
l’aplicació s’introdueixin les eines utilitzades. 
 
El CAPÍTOL 4 fa referència a la part gràfica del treball. No s’ha entrat molt en 
detall en el disseny gràfic de la web ja que el fet de crear un disseny molt avançat 
no ha entrat dins dels objectius del projecte ni tampoc forma part de la pròpia 
telemàtica. Per tant, aquest capítol no és gaire extens. 
 
El CAPÍTOL 5 és el més extens del treball ja que es pot considerar com el seu 
cos. En aquest es descriuen les parts que composen l’aplicació web, es mostren 
les alternatives valorades per a cada una i es justifica l’elecció final. També 
s’inclouen fragments de codi i il·lustracions per ajudar a la comprensió. 
 
Al CAPÍTOL 6 s’entrarà en detall amb la configuració dinàmica de l’aplicació, que 
com a característica exclusiva a la present aplicació mereix un capítol propi. 
 
Finalment, al 0 és proporcionarà una guia per a que el programador del servidor 
pugui configurar fàcilment l’aplicació d’una forma metòdica. 
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CAPÍTOL 1. Context 
 
El macroprojecte de creació d’un simulador de vol el va iniciar Albert Ramírez amb 
un treball fi de carrera de la titulació d’E.T.T especialitat en Sistemes de 
Telecomunicació titulat “Disseny d’un simulador de vol A320” [1]. Aquest estableix 
les bases de com seria l’esquema d’un simulador de vol genèric, descriu les parts 
bàsiques d’una cabina d’una aeronau i un simulador de vol i es fa un primer 
esquema de l’arquitectura bàsica del simulador així com una petita descripció de 
quins poden ser els següents projectes que col·laboren en el simulador. Per altra 
banda conté un annex pràctic en el qual s’explica com funcionen alguns dels 
simuladors de vol comercials per PC que existeixen en l’actualitat i també es fa 
referència a diverses peces de hardware que poden ser utilitzades per a la 
fabricació dels components d’aviònica del simulador. 
 
La següent fase de desenvolupament del servidor l’ha tirada endavant en Raúl 
Tomás Pérez amb un projecte fi de carrera titulat “Diseño y programación del 
núcleo de un simulador de vuelo genérico” [2] de la titulació d’Enginyeria 
Informàtica. En aquest projecte s’entra més en detall en el servidor, que és la part 
central del simulador. Es dissenya i programa una bona part d’aquest servidor. Es 
defineixen els components o els mòduls pels quals està format el servidor i es 
centra especialment en el component central o Kernel, que és l’encarregat de dur 
a terme la majoria del processament durant la simulació. També es fa el disseny 
de la base de dades que accedeix el servidor. Un dels mòduls d’aquest servidor és 
el que proporciona la interfície d’usuari del servidor via web, i és aquest mòdul el 
que desenvolupa el present projecte. 
 
Per altra banda també s’estan realitzant treballs relacionats amb components del 
simulador paral·lelament al present. Però aquestes tenen poca relació amb 
l’interfície web del simulador. 
 
 
1.1 El simulador 
 
El present simulador de vol és un simulador distribuït, és a dir, que està compost 
per diferents màquines. Cada màquina actua com un o més components del 
simulador o d’aviònica. Per altra banda hi ha el servidor central on tots els 
components estan connectats. Un dels objectius del simulador és la facilitat per 
acoblar i desacoblar components del simulador. 
 
Els components normalment seran ordinadors però també pot haver-hi dispositius 
hardware amb una interfície Ethernet capaços de comunicar-se amb el servidor. 
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Aquests components són els que desenvolupen altres projectistes. No hi ha cap 
topologia física prefixada, és a dir, els components poden estar o no a la mateixa 
màquina o inclús a la mateixa màquina servidor. Exemples de components poden 
ser el pilot automàtic, la gestió dels sistemes de l’avió, els controls, etc. 
 
Una altra característica dels components és que, quan és possible, aquests poden 
ser aprofitats per a diferents models d’aeronaus. 
 
En particular, un dels components és el que generarà les vistes exteriors de 
l’aeronau. L’encarregat de fer-ho serà el simulador comercial Flight Simulator® de 
Microsoft®, ja que incorporen una molt bona qualitat gràfica i un SDK1 per a poder 
interactuar amb aplicacions externes. Un altre component és el que calcularà els 
moviments de l’avió a partir de les accions del pilot i la dinàmica de vol. D’aquests 
càlculs també se n’encarrega un simulador de vol comercial, X-Plane® de Laminar 
Research. 
 
El simulador al qual s’ha fet referència fins ara, de fet, pot suportar múltiples 
simuladors (aeronaus o cabines) simultàniament. Per altra banda el servidor 
també pot suportar diferents models d’aeronaus (des de un Cesna fins a un Airbus 
A320). Cada aeronau ha de tenir els seus corresponents components. Les 
aeronaus es poden agrupar en sessions i alhora pot haver-hi diverses sessions 
simultànies actives. Les sessions són espais aeris o móns on les aeronaus poden 
interactuar (es poden veure, per exemple). A continuació es pot veure aquesta 
jerarquia juntament  amb els components connectats a cada aeronau, dividida 
entre la maquina servidor i les maquines clients. 
 
 
                                            
 
 
1 SDK (Software Development Kit) és un conjunt d’eines informàtiques que ajuden al programador a programar, debugar, 
compilar i altres tasques relacionades amb el desenvolupament de software. 
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Fig. 1.1 Jerarquia de sessions, aeronaus i components 
 
 
El servidor és l’encarregat de mantenir l’estat de totes les aeronaus i les sessions. 
Els usuaris es connecten a una aeronau amb els components necessaris i 
d’aquesta manera es crea una cabina. 
 
 
1.2 El MetaCockpit 
 
El mòdul servidor s’anomena MetaCockpit. El servidor no és l’encarregat de fer els 
càlculs bàsics d’un simulador de vol. Tot el processament relacionat amb la pròpia 
simulació el realitzen els diferents components. La funció principal del servidor és 
proporcionar una interfície genèrica per a que els components es puguin 
comunicar i, tots junts, crear la simulació. 
 
Dins del servidor hi ha diversos paquets o components que realitzaran funcions 
concretes. 
 
 
1.2.1. Plataforma del servidor 
 
Servidor 
Client 1 Client 4 Client 3Client 2
Sessió1 
Aeronau1 
Servidor 
Sessió2 
Aeronau2 Aeronau3 Aeronau4 
C
om
ponent 3 
C
om
ponent 4 
C
om
ponent 5 
C
om
ponent 6 
C
om
ponent 1 
C
om
ponent 2 
6 Desenvolupament d’una interfície web per a un simulador de vol 
Per a la programació del simulador de vol i, en especial, del servidor, s’ha intentat 
utilitzar sempre que ha estat possible el software lliure. Només en el cas dels 
simuladors de vol comercials per a generar les vistes exteriors i per calcular els 
moviments de l’avió s’utilitza software propietari (Microsoft® i Laminar Research). 
Per al servidor central s’ha optat pel llenguatge de programació Java de Sun 
Microsystems. Un dels avantatges més importants de Java és d’enorme quantitat 
recursos existents que ajuden moltíssim al programador en tasques i problemes 
comuns de programació. 
 
Per al cas dels servidors d’aplicacions no podia ser menys i Java disposa de J2EE 
(Java 2 Enterprise Edition). Aquesta especificació és en sí mateixa només una 
especificació. El que existeixen són servidors que compleixen aquesta 
especificació. El que això comporta és que una aplicació J2EE pot funcionar sobre 
qualsevol servidor compatible amb J2EE. Sun publica una llista dels servidors 
compatibles J2EE. N’hi ha de lliures i de pagament, però en el nostre cas 
s’utilitzarà un de lliure. 
 
La plataforma J2EE es compon bàsicament dels següents mòduls: 
♦ EJBs (Enterprise Java Beans), que són els components encarregats de la 
lògica de negoci. 
♦ Aplicacions web basades en Servlets i Java Server Pages. 
♦ Aplicacions del costat del client com poden ser els Applets o una aplicació 
client que funciona en un contenidor J2EE.  
 
Els EJBs són força complexes i de fet, hi ha publicacions dedicades única i 
exclusivament als EJBs. Per aquest fet, aquests han estat força criticats i hi ha 
programadors que prefereixen buscar alternatives, com ara utilitzar classes java 
conencionals. Tot i això, el fet d’utilitzar EJBs ofereix moltes eines als 
programadors i per aquest motiu, es va decidir utilitzar-los en servidor del 
simulador. 
 
Bàsicament un EJB es compon de la interfície Home, la interfície Remote, la 
pròpia classe del EJB i un deployment descriptor . La interfície Home defineix els 
mètodes que permeten crear, trobar o eliminar l’EJB desde una aplicació client o 
desde un altre EJB del mateix servidor. La interficie Remote defineix els mètodes 
que es poden cridar a l’EJB. La pròpia classe del EJB implementa els mètodes de 
l’interficie Remote i és la que conté la lògica de negoci. Finalment, el deployment 
descriptor és un fitxer XML que conté informació sobre el EJB per tal que el 
servidor J2EE pugui desplegar el EJB i fer que aquest sigui accessible per a dur a 
terme la lògica del mateix. 
 
Per als EJBs i les aplicacions web, els servidors J2EE disposen del que 
s’anomena contenidors, que són els encarregats d’executar els mòduls i oferir-los 
certes utilitats. 
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Fig. 1.2 Arquitectura bàsica d'una plataforma J2EE 
 
 
Aquestes eines alliberen el programador de tasques comunes i rutinàries en la 
programació de servidors. Per exemple, faciliten l’accés a bases de dades, els 
permisos i seguretat, la comunicació amb altres servidors, el parseig d’arxius XML 
etc. Al final el programador només s’ha de preocupar de crear uns mòduls que el 
servidor executarà i que bàsicament contindran la lògica pròpia de l’aplicació i la 
seva interfície gràfica. 
 
A continuació es veuran els diferents components del servidor MetaCockpit. Cada 
component realitzarà funcions concretes dins del servidor. 
 
 
1.2.1.1. MCKernel 
 
El component MCKernel és el nucli del simulador i el que realitza la majoria de 
processament durant la simulació. 
 
Per a que tots els components d’un simulador (una cabina) es puguin comunicar, 
el servidor manté l’estat de totes les variables necessàries per a cada simulació. 
Per exemple, l’alçada actual de l’avió, les coordenades, la velocitat i moltes més. 
Les variables es divideixen en variables del propi avió i variables de l’entorn, com 
ara la situació meteorològica, el vent, etc. Per altra banda, les variables 
s’organitzen en forma d’arbre com es mostra a la Fig. 1.3. Per exemple, dins d’una 
aeronau hi ha un grup de variables relacionades amb la posició, i dins d’aquest 
 
Navegador 
Aplicació 
client 
Contenidor 
d’aplicacions 
client 
Màquina client Màquina servidor 
Contenidor Web
Contenidor EJB
 
Servlet 
Pàgina 
JSP 
 
EJB 
 
EJB 
Base de 
Dades 
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grup hi ha les variables d’altitud, velocitat, inclinació de l’avió, etc. D’aquesta 
manera, per fer referència una variable en concret s’utilitza un format similar a la 
que s’utilitza per a fer referència a un fitxer dins d’una estructura de carpetes. 
 
 
 
 
Fig. 1.3 Jerarquia de variables. Font: [2] 
 
 
Els components llegeixen i escriuran sobre aquestes variables segons els càlculs 
que realitzin. Per altra banda, els components es poden subscriure a certes 
variables de manera que quan aquetes són modificades, són avisats pel propi 
servidor. D’aquesta manera el servidor manté sincronitzats tots els components. 
 
Quan s’inicia un simulador, el servidor fa les inicialitzacions de variables 
pertinents. Per això aquest component té accés a una base de dades amb 
informació sobre cada model d’aeronau. D’aquesta manera, si per exemple un 
usuari vol iniciar un simulador amb un Airbus A320, MCKernel ha de consultar a la 
base de dades  la informació referent al Airbus A320 i carregar les variables 
necessàries i inicialitzar-les amb els valors adequats. 
 
El servidor també inicialitza qualsevol altre servei necessari i s’encarrega de 
l’administració de sessions, aeronaus i variables. 
 
 
1.2.1.2. MCDocumentation 
 
El servidor disposa d’un mecanisme de documentació de variables amb l’objectiu 
de que els programadors dels diversos mòduls sàpiguen quines són les variables 
existents per a cada simulador i la informació referent a cada una. Així poden 
reutilitzar variables evitant duplicacions i també poden crear noves variables i 
documentar-les. 
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La documentació també es pot aplicar a qualsevol aspecte del simulador on sigui 
necessària. 
 
 
1.2.1.3. MCDebug 
 
Aquest component és molt important ja que facilita enormement la feina de 
desenvolupament dels diferents components del simulador. La seva funció és 
proporcionar informació sobre l’estat actual i passat del servidor. 
 
Bàsicament informa sobre l’estat i el valor de les variables actuals així com 
incidències que puguin ocórrer en el servidor. 
 
 
1.2.1.4. MCSecurity 
 
De les tasques de seguretat i autenticació se n’encarrega el component 
MCSecurity. Aquest proporciona a la resta de components un seguit de funcions 
per a que puguin saber si allò que està demanant un determinat usuari està 
permès o no. 
 
Una altra funció és donar d’alta, de baixa o modificar usuaris del simulador. Hi ha 
tres tipus d’usuaris: 
 
♦ Administrador: Pot donar d’alta usuaris, aeronaus i sessions i també podrà 
configurar qualsevol aspecte del servidor. 
♦ Desenvolupador: Bàsicament tenen permisos per accedir als mòduls 
MCDocumentation i MCDebug. 
♦ Usuari: Només poden connectar i desconnectar components al MetaCockpit 
mitjançant el MCConnectivity i així poder treballar amb simuladors. 
 
 
1.2.1.5. MCConnectivity 
 
Aquest component és l’encarregat d’oferir una interfície que permet la connectivitat 
entre el servidor i els clients. Aquest component existeix tan al servidor com als 
clients, i permet que per a aquests, la comunicació sigui transparent. 
 
Simplement proporciona certes funcions per a l’escriptura, lectura, subscripció i 
avis de modificació de variables, tant des del costat del client com del servidor. 
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1.2.1.6. MCWebServices 
 
Així s’anomena el component que s’ha dissenyat i desenvolupat en aquest Treball 
Final de Carrera. D’ara a endavant, la present memòria es centra en aquest 
component. 
 
Per a informació detallada sobre els components abans explicats o per a 
informació d’altres components i el disseny del servidor, consultar el projecte final 
de carrera d’en Raúl Tomás Pérez [2]. 
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CAPÍTOL 2. Definició d’objectius i descripció general 
 
MCWebServices és el component del MetaCockpit que permet la configuració i 
administració del mòdul MetaCockpit. Proporciona una interfície gràfica amb la 
qual els usuaris poden realitzar totes les funcions que no siguin pròpies de la 
comunicació entre el servidor i els components del simulador, des de la gestió dels 
usuaris fins a la informació en temps real de l’estat del servidor. 
 
 
2.1 Perquè una interfície Web? 
 
L’interfície gràfica del servidor podria ser, per exemple, de tipus finestra com les 
aplicacions  típiques del sistema operatiu Windows®. Però l’elecció d’una interfície 
web es deu a varis motius. 
 
La primera raó és que una interfície web és distribuïda i per tant s’hi pot accedir 
des de qualsevol màquina. Per altra banda no cal tenir instal·lada cap aplicació al 
client, ja que amb un navegador web és suficient. 
 
Un altre motiu és que, com ja s’ha comentat anteriorment, el servidor utilitza la 
plataforma J2EE, i aquesta proporciona un munt d’eines per a crear interfícies 
gràfiques basades en web. 
 
 
2.2 Requisits globals de l’aplicació web 
 
A continuació és descriuran les principals premisses que s’han tingut en compte 
alhora de desenvolupar l’aplicació. S’ha de dir que és una aplicació web amb una 
arquitectura no típica. 
 
El primer tret diferencial amb les aplicacions web comunes és que aquesta no 
realitzarà la lògica de negoci ni l’accés a base de dades. Aquestes funcions les 
realitzaran la resta de components del MetaCockpit, sobretot MCKernel. Per tant 
l’aplicació web serà simplement un enllaç entre l’usuari i els components del 
MetaCockpit. El primer requisit, doncs, és que l’aplicació web ofereixi unes planes 
web amb les quals es puguin executar funcions del MetaCockpit amb certs 
paràmetres d’entrada i mostri el resultat en una altra plana web. 
 
Un altre punt és el fet que la funció principal del servidor MetaCockpit no és oferir 
uns serveis a través del web (com la majoria d’aplicacions) sinó servir a certs 
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components per a realitzar simulacions de vol. Això fa que la complexitat de 
l’aplicació web es limiti a les tasques de configuració i administració del servidor. 
 
Per altra banda, s’ha tingut en compte que el programador de la resta de 
components del MetaCockpit no tingui la necessitat de tenir coneixements de la 
part web de J2EE (ja és prou complex el propi servidor). Un altre punt és el fet 
que, un cop s’hagi acabat el component MCWebServices, hi ha alguns 
components que encara no estaran acabats i segurament s’aniran afegint funcions 
progressivament. Per tant un altre requisit interessant és el fet que un 
programador d’altres mòduls del servidor pugui configurar noves funcions al 
component web d’una manera senzilla sense necessitat de tenir coneixements de 
web. 
 
Un altre requisit important és que els usuaris es puguin autenticar i que, depenent 
dels permisos (o rols) que tingui cada un, pugui executar certes funcions. El 
component MCSecurity és el que dona informació a l’interfície web sobre si un 
usuari i contrasenya són correctes i quins permisos té cada usuari. A data 
d’entrega del present projecte, el component MCSecurity no ha estat 
desenvolupat. 
 
Un objectiu potser no tant important és tenir l’opció de poder canviar d’idioma de 
d’interfície web i poder afegir nous idiomes fàcilment sense duplicar els continguts 
(les JSP) per a cada idioma nou. 
 
En resum, els requisits que s’han establert per a la present aplicació web són: 
♦ Oferir una interfície gràfica per administrar i gestionar el simulador. 
♦ Fer que l’aplicació web sigui totalment configurable pel programador del 
MetaCockpit sense que aquest necessiti tenir coneixements de programació 
Web. 
♦ Donar accés a totes les funcions dels diversos mòduls del MetaCockpit que 
no siguin les pròpies de comunicació entre el servidor i els components del 
simulador. 
♦ Proporcionar autenticació d’usuaris i donar accés a determinades funcions 
segons el tipus d’usuari. 
♦ Permetre el canvi d’idioma de l’aplicació i la possibilitat d’afegir-ne de nous 
sense haver de duplicar continguts. 
 
 
2.3 Funcionalitats de l’aplicació 
 
Donat que la present aplicació és, bàsicament, una interfície per a que els usuaris 
puguin executar funcions dels diferents mòduls de MetaCockpit, els tipus d’accions 
(comandes a partir d’ara) que l’usuari pot sol·licitar des de la web són poques. A 
continuació s’entra en detall en les diferents accions i el comportament de 
l’aplicació davant de cada una. 
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2.3.1. Seleccionar un mòdul 
 
Amb aquesta acció, l’usuari accedeix a la pantalla principal del mòdul seleccionat. 
S’entenen com a mòduls, cada un dels components vistos anteriorment 
(MCKernel, MCDebug, MCConnectivity, etc). En aquesta pantalla principal hi pot 
haver una descripció del component (o mòdul). 
 
 
2.3.2. Seleccionar funció 
 
Aquesta acció mostra a l’usuari una pantalla que li permet posteriorment executar 
una funció al servidor. En aquesta pantalla pot haver-hi una descripció de la pròpia 
funció. Per altra banda hi ha un formulari amb uns camps que permetran a l’usuari 
introduir els paràmetres necessaris per a l’execució de la funció. Si la funció que 
s’ha seleccionat no te cap paràmetre d’entrada, llavors aquest formulari no 
existeix.  
 
Finalment hi ha un botó que permetrà l’execució de la funció. En el cas que algun 
paràmetre no sigui correcte, quan l’usuari vulgui executar la funció serà alertat de 
la incidència. Per exemple, si en un camp on es requereix un valor enter, l’usuari 
introdueix lletres. 
 
 
2.3.3. Executar funcions de MetaCockpit 
 
Aquesta és la principal funcionalitat de l’aplicació web. L’usuari ha d’enviar al 
servidor, si són necessaris, els paràmetres de la funció. Abans d’executar la 
funció, l’aplicació valida les dades enviades i, si no s’envia un camp necessari o bé 
el format no és correcte (s’envien caràcters en lloc de números, per exemple), 
llavors l’aplicació retorna l’usuari a la mateixa pantalla informant dels camps no 
vàlids. Si tots els camps són correctes el servidor executa la funció al component 
de MetaCockpit corresponent i aquest retorna un resultat. Depenent del tipus de 
resultat, l’usuari rep una vista diferent. Bàsicament hi ha els següents tipus de 
resultats: 
 
♦ Void: El component de MetaCockpit no retorna cap resultat. Per tant un cop 
executada la funció, el client és informat que s’ha complert la tasca 
demanada. 
♦ Tipus simple: Pot ser un enter, un booleà o un String. En la pantalla que rep 
el client es mostra el valor. 
♦ Col·lecció de tipus simples: Pot ser un conjunt d’enters o String. 
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♦ Objecte: El resultat és un objecte amb certes propietats. El client rep una 
pantalla on es mostren totes o algunes d’aquestes propietats. 
♦ Col·lecció d’objectes: En aquest, el resultat és un conjunt d’objecte amb 
certes propietats. El client rep una taula amb els objectes i les seves 
propietats. 
 
 
2.3.4. Autenticació 
 
L’usuari, segons els permisos que tingui, pot executar certes funcions de 
MetaCockpit. Per a que un usuari pugui autenticar-se com a tal ha d’introduir el 
nom d’usuari i contrasenya i, si són vàlids, serà autenticat. Fins que no es 
desconnecti o fins que el seu temps d’inactivitat superi un cert llindar, l’usuari pot  
executar les funcions de les quals té permís. Destacar que l’usuari es pot 
autenticar des  de qualsevol pantalla de l’aplicació i que, un cop autenticat, és 
redirigit a la mateixa pantalla. En cas que l’autenticació sigui incorrecte, l’usuari és 
redireccionat a una pantalla on és informat. 
 
 
2.3.5. Desconnexió 
 
Aquesta acció (també anomenada logout) la pot realitzar un usuari un cop s’ha 
autenticat a l’aplicació. Un cop desconnectat es mostra a l’usuari la pantalla a la 
qual estava anteriorment. 
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CAPÍTOL 3. Bases del projecte 
 
Per començar s’ha de tenir amb compte el fet que el servidor es basa en la 
plataforma J2EE. Aquesta plataforma ofereix un conjunt d’eines per a crear 
interfícies gràfiques que donen lloc a un munt de possibles dissenys, a part, 
existeixen també molts recursos disponibles per a facilitar aquesta tasca. 
 
 
3.1 Capa de presentació de J2EE 
 
Per a la capa de presentació (o interfície gràfica com fins ara l’hem anomenat), 
J2EE ofereix varies alternatives. La primera i més utilitzada és la web. J2EE 
defineix dues eines bàsiques per generar pàgines HTML dinàmicament a partir de 
les peticions dels clients: Servlets i JSP. Els servidors d’aplicacions J2EE 
proporcionen el que s’anomena un contenidor de Servlets, que rep peticions HTTP 
i executa els Servlets que són els que les processen. Les Java Server Pages 
(JSP) consisteixen en codi Java incrustat en pàgines en format HTML. 
 
La segona alternativa són els Applets, que són aplicacions Java amb una interfície 
gràfica que s’executen a un navegador. Per a que el client pugui executar els 
Applets necessita la màquina virtual de Java. Els Applets són referenciats des 
d’una plana HTML, per tant, s’utilitzen amb la combinació de Servlets i JSP. 
 
Finalment hi ha les aplicacions client. Aquestes permeten interfícies gràfiques més 
riques i complexes que les que poden proporcionar els navegadors amb 
llenguatges d’etiquetes. Les aplicacions normalment es comuniquen directament 
amb el servidor o a través de peticions HTTP perquè aquest realitzi el 
processament. 
 
 
3.1.1. Eines web de J2EE 
 
Com s’ha comentat abans, J2EE proporciona dues eines bàsiques per a atendre 
peticions HTTP i generar una resposta en format de llenguatge de marques 
(Markup Language): Servlets i JSP. 
 
 
3.1.1.1. Servlets 
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Els Servlets són classes Java que atenen les peticions HTTP, les processen i 
tornen una resposta al client. Aquestes classes han d’heretar2 de HttpServlet i 
contenen, entre d’altres un mètode doPost i un mètode doGet que és criden quan 
el contenidor rep una petició HTTP i tenen com a paràmetres d’entrada request i 
response. Aquesta diferenciació es fa perquè en una petició HTTP es poden 
enviar, entre altra informació, paràmetres de dues maneres, utilitzant el contingut 
de la petició HTTP (Post) o bé introduint els paràmetres directament a la URL 
(Get). 
 
 
 
 
Fig. 3.1 Exemple de URL amb enviament de paràmetres Get 
 
 
A la Fig. 3.1 es pot veure una URL on s’envien els paràmetres prd, pver i ar amb 
valors ie, 6 i msnhome respectivament. 
 
Segons el client faci un tipus de petició o un altre, el contenidor del Servlets 
executa automàticament el mètode corresponent. El Servlet escriu la resposta com 
un String a partir de l’objecte response del qual obté un ServletOutputStream, que, 
com el seu nom indica, permet crear un flux (stream) de dades que són enviades 
al client. Aquestes dades normalment són caràcters (tot i que poden ser qualsevol 
tipus de dades) que han d’estar formatats en llenguatge de marques (HTML 
normalment), per tant haver d’escriure el codi HTML com a Strings dins del codi 
Java del Servlet és feixuc de crear i mantenir i fa difícil la reutilització de codi (tant 
Java com HTML). 
 
 
3.1.1.2. Java Server Pages 
 
Les JSP es van dissenyar especialment per resoldre el problema comentat a 
sobre. Consisteixen en incrustar codi Java a una pàgina HTML utilitzant unes 
etiquetes determinades no pròpies de HTML. Hi ha diferents tipus d’etiquetes per a 
la incrusio de codi java: 
 
♦ <% %> Dintre d’aquestes etiquetes s’hi pot inserir codi Java tal i com es 
faria en un Servlet   
 
♦ <%@  %> Aquetes etiquetes permeten definir directives de pàgina per 
definir la codificació de la pàgina, per importar classes, per definir una 
                                            
 
 
2 Heretar: En llenguatge Java, consisteix en crear una classe que conté tots els mètodes camps de la classe de la qual ha 
heredat. Els metodes i camps heredats poden ser sobreescrits. 
Bases del projecte  17 
 
   
 
pàgina on es redirigeix la petició en cas d’error, per definir llibreries 
d’etiquetes (taglibs), per incloure el contingut d’altres pàgines dinàmiques 
(JSP) o bé estàtiques (HTML) dins de la pàgina actual, etc. 
 
♦ <%!  %> Aquestes etiquetes serveixen per inserir comentaris. Aquests 
comentaris no són enviats al client a diferencia de les etiquetes <!-- --> 
utilitzades tant en HTML com en XML, que també serveixen per inserir 
comentaris però que sí s’envien al client. 
 
♦ <%= %> Expressions: A dins d’aquestes etiquetes hi ha d’haver una 
expressió Java que és avaluada i el resultat és inserit com a String a la 
pàgina HTML. 
 
El tractament que el servidor fa de les JSPs, de fet, és similar al que fa amb els 
Servlets. La diferència rau en que, quan es fa una petició a la pàgina JSP, el 
servidor s’encarrega de “transformar” aquesta pàgina en un Servlet (si la pàgina 
JSP no és modificada, aquesta “transformació” només és realitza a la primera 
petició), i tot seguit l’executa. 
 
 
3.1.2. Els contenidors de servlets 
 
Els servidors d’aplicacions J2EE, per a poder executar els Servlets i les JSP tenen 
els contenidors de Servlets. Probablement el contenidor de Servlets més utilitzat 
sigui el Tomcat®, que s’utilitza com a servidor independent o empotrat en un 
servidor d’aplicacions com JBoss®.  
 
Els servidors web Java tenen uns paràmetres de configuració i una estructura que 
s’ha de seguir per tal de poder-hi desplegar i configurar noves aplicacions. Una 
bona característica d’aquests servidors és que, en molts casos, no cal modificar la 
configuració del servidor per afegir noves aplicacions. El servidor detecta i munta 
l’aplicació automàticament quan es col·loquen els continguts en una carpeta 
determinada (per al cas de JBoss, aquesta carpeta s’anomena deploy). Alguns 
servidors ho poden fer, inclús, sense haver de reiniciar-se. 
 
Per a que el servidor pugui “muntar” o desplegar correctament l’aplicació , aquesta 
ha d’estar dins d’una carpeta, o comprimida en un fitxer .war. En tot cas ha 
contenir una carpeta anomenada WEB-INF que és accessible només per el propi 
servidor i que ha de contenir, com a mínim, un fitxer anomenat web.xml. En aquest 
fitxer s’indiquen els paràmetres de configurar l’aplicació web. Per exemple, s’hi 
han de definir els servlets de l’aplicació: la classe del propi Servlet, els seus 
paràmetres inicials o les pàgines JSP on serà redireccionat el client en cas d’error. 
També s’hi ha de definir els fliters per a les peticions, els listeners, els paràmetres 
necessaris per poder accedir a EJB’s des de l’aplicació, etc. 
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3.2 Patrons de disseny 
 
Com s’ha comentat abans, a part de les eines que proporciona J2EE per al 
desenvolupament d’aplicacions web, hi ha molts altres recursos i solucions 
disponibles. Un clar exemple són els patrons de disseny. 
 
Alguns experts defineixen els patrons de disseny com “una solució recurrent per a 
un problema en un context”. Un problema és quelcom insatisfet, que requereix ser 
investigat i resolt. Un context és la situació específica en la qual es dona el 
problema. Però un patró de disseny no és només la solució a un problema en un 
context. Un patró de disseny ha de plantejar un disseny que resolgui un problema 
concurrent. 
 
Hi ha moltíssim patrons de disseny. De fet, n’hi pot haver tants com problemes 
concurrents apareguin a la programació d’aplicacions. N’hi ha de diferents nivells 
d’abstracció, uns resolen problemes específics de la programació orientada a 
objectes com podrien ser el Singleton, Factory, Observer, etc., i altres plantegen 
una arquitectura per a un tipus aplicació. D’aquests últims, probablement el més 
extès sigui el MVC (Model View Controller). 
 
El patró MVC estableix un disseny per a aplicacions amb interfície gràfica amb 
certs requeriments. Aquest patró defineix tres capes: model , vista i controlador. 
 
El controlador és, en termes generals, l’àrbitre o el director de l’aplicació. 
S’encarrega d’atendre les peticions de l’usuari i traduir-les a accions que seran 
executades al model. En una aplicació amb una GUI (Graphic User Interface), les 
peticions o interaccions podrien ser un click a un botó o la selecció d’un menú, 
mentre que en una aplicació web, les interaccions són peticions HTTP de tipus Get 
o Post. 
 
El model és l’encarregat d’emmagatzemar les dades, de gestionar-les i de la lògica 
de negoci aplicable a aquestes dades. 
 
La vista s’encarrega de renderitzar els continguts del model, és a dir, mostrar les 
dades en una presentació visual adaptada a l’usuari. La vista accedeix les dades 
de l’aplicació a través del model i defineix com s’han de presentar. També 
s’encarrega de mantenir la consistència de les dades quan canvia el model. 
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Fig. 3.2 Funcionalitats i connexions entre les diferents capes de MVC 
Font: [9]. 
 
Per altra banda, J2EE defineix una sèrie de patrons de disseny (Core J2EE 
patterns). El context d’aquests patrons serien aplicacions J2EE basades en una 
interfície gràfica web i una lògica de negoci i un model de dades basats en EJB’s. 
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Fig. 3.3 Patrons de disseny definits per J2EE. Font: Core J2EE Patterns [3]. 
 
 
No s’entrarà en detall en cadascun del patrons de disseny que defineix J2EE ja 
que la majoria no s’han implementat en la present aplicació. 
 
 
3.3 Frameworks 
 
Els frameworks són un conjunt de classes i llibreries que conformen un disseny o 
arquitectura abstracta i que proposa una solució a un conjunt de problemes 
relacionats. A diferència dels patrons de disseny, els frameworks són menys 
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abstractes. És a dir, en lloc de simplement proposar un disseny, aquests 
implementen una arquitectura específica. Molt sovint, els frameworks acaben 
essent  implementacions dels patrons de disseny. Aquesta arquitectura 
reutilitzable facilita la programació de certs tipus d’aplicacions encarregant-se de 
tasques comunes i oferint funcionalitats habitualment necessàries.  
 
Els frameworks existeixen per a tot tipus d’aplicacions i faciliten, principalment la 
separació de les tasques d’una aplicació en capes. Molts dels frameworks per a 
aplicacions amb interfície gràfica, es basen en el patró de disseny MVC. 
 
L’ús de frameworks és recomanable ja que alliberen el programador de certes 
tasques comunes en la creació d’aplicacions web i ofereixen una plataforma amb 
una arquitectura establerta i amb les funcionalitats més habituals. Tot i això per a 
la present aplicació s’ha decidit no utilitzar cap framework pels motius que 
s’exposen a continuació. 
 
Primer de tot, la nostra aplicació no implementarà totes les capes que abarquen 
els frameworks. No implementarà ni la lògica de l’aplicació ni l’accés a base de 
dades. De fet es centrarà en la capa de presentació tot i que implementarà un 
controlador (com veurem més endavant) i la lògica de comunicació amb els altres 
components del simulador (que seran els que realment realitzaran la lògica i 
l’accés a base de dades). 
 
Per altra banda, com s’ha exposat als objectius, es pretén que el programador de 
la resta de components del MetaCockpit, no tinguin necessitat de coneixements 
web. Per tant, si s’utilitzés un framework, el programador hauria de coneix-se’l, ja 
que els frameworks no ofereixen una eina per configurar-los dinàmicament sense 
haber de tocar Servlets ni JSP. 
 
Tot i que no s’ha implementat cap framework, si que s’han utilitzat diversos 
patrons de disseny. Aquests es veuran més endavant al CAPÍTOL 5. 
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CAPÍTOL 4. Disseny de la web 
 
Abans d’entar en detall amb l’arquitectura interna de l’aplicació, es veurà el 
disseny gràfic de la web. A continuació es veuran les tecnologies utilitzades per al 
disseny de la web i més endavant es defineixen les parts de les diferents planes 
web. 
 
 
 
 
Fig. 4.1 Aspecte de les pàgines web de l’aplicació.  
 
 
4.1 Tecnologies utilitzades 
 
HTML en sí mateix, ofereix algunes opcions o etiquetes per a fer una plana alguna 
cosa més que simplement text, enllaços i formularis. Per exemple, permet afegir 
color i tamany al text o al fons, però això no és suficient. 
 
Per a que la navegació per una web sigui més amena, cal dotar les webs d’un 
aspecte visual atractiu i un sistema de navegació per les planes fàcil i intuïtiu. Per 
aconseguir-ho, no n’hi ha prou amb les opcions que ofereix HTML. 
 
Disseny de la web  23 
 
   
 
Per una banda és recomanable utilitzar imatges i textures en lloc de colors llisos. 
Per a la creació de les imatges i textures de la web s’ha utilitzat el software 
Macromedia® Fireworks®. Aquest programa està especialment pensat per a la 
realització de pàgines web ja que ofereix eines per a crear imatges amb links, per 
a separar una imatge utilitzant una taula o per a generar el codi HTML 
corresponent. 
 
 
4.1.1. CSS 
 
Per tal de crear un layout, és a dir, distribuir el contingut d’una plana, és molt útil 
utilitzar les capes (<div>). Però l’ús de capes va lligat a l’ús de CSS (Cascade 
Style Sheet). CSS es un llenguatge que permet definir una sèrie de propietats 
visuals aplicables a qualsevol etiqueta HTML (classes) o bé especificar les 
propietats per a una etiqueta en concret. Per a que una etiqueta HTML apliqui una 
classe, cal afegir l’atribut class. També es poden definir estils CSS per a un 
element HTML en concret utilitzant l’atribut id. 
 
Per al cas de la present web, s’ha utilitzat CSS tant per a capes com per a text. 
Per a les capes, els atributs que es poden definir són la seva posició , el color de 
fons, el tipus de marc, els marges, etc. Per a les capes que tenen propietats 
particulars, com la que conté el menú lateral o el contingut, s’han utilitzat estils a 
partir de l’id. Per a la resta de capes s’han utilitzat classes. 
 
Per als diferents tipus de text també s’han utilitzat classes, ja que així no és 
necessari repetir els atributs de format cada cop que s’utilitza una etiqueta que 
contingui text, per exemple <p></p>. S’han definit classes diferents per als títols, el 
text de contingut, els missatges d’error, etc. 
 
 
4.1.2. JavaScript 
 
JavaScript és un llenguatge de programació interpretat que s’executa a navegador 
web.  Aquest llenguatge és similar a Java en quan a sintàxis i a que és orientat a 
objectes. Per a la present aplicació s’ha utilitzat per crear el menú superior 
desplegable, ja que permet la modificació de propietats d’objectes HTML. Per a 
crear el menú desplegable s’ha creat una funció que és cridada automàticament 
pel navegador quan l’usuari passa el punter del ratolí per sobre del botó del menú, 
i que canvia la propietat de la capa corresponent d’invisible a visible. Per a que 
això sigui possible, s’afegeix el següent atribut a l’etiqueta div que conté el botó: 
 
onMouseOver="showLayer('menu1')" 
 
La funció showLayer, estableix l’atribut visibility de la capa amb id ‘menu1’ a 
visible. 
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També s’ha utilitzat JavaScript per a tots els enllaços que suposen peticions al 
servidor. Quan es fa click a un enllaç, l’explorador executa un codi JavaScript que 
s’encarrega d’omplir un formulari amb certes dades i enviar-lo al servidor (fer 
submit). Això és així perquè només hi ha un Servlet per atendre les peticions (el 
motiu es veurà més endavant). Per a que això sigui possible, l’etiqueta 
corresponent al link (<a>...</a>), té el següent atribut: 
 
onClick="selectModule('form1','modul','22')" 
 
En aquest cas, la funció selectModule posa en el camp ‘modul’ del formulari 
‘form1’ el valor ‘22’ i tot seguit fa submit del formulari. 
 
 
4.2 Layout 
 
Totes les pàgines de la web tenen una part comuna i una part especifica. La part 
específica és el body, i les parts comunes són la capçalera o el header, el menú 
superior i el menú lateral. 
 
 
 
 
Fig. 4.2 Layout de les planes web 
 
 
A la Fig. 4.2es pot veure el layout de les pàgines web. El quadre que conté el 
layout te una amplada fixa de 800 píxels i una alçada variable depenent del 
contingut del body. Aquest quadre està en una capa que flota al centre de la 
pantalla. Per a distribuir les parts de les pàgines web, és a dir, per fer el layout, 
HEADER 
MENÚ SUPERIOR 
 
 
 
 
MENÚ 
LATERAL 
BODY 
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s’ha utilitzat una taula. Aquesta taula té tres columnes i quatre files. Les tres 
columnes corresponen al menú lateral, al separador entre aquest i el body, i el 
mateix body. Les quatre files són la capçalera (header), el menú superior, el 
separador entre aquest i el body i, finalment, la fila que correspon al menú lateral i 
al body. Les dues primeres files, com es pot veure a la Fig. 4.2, tenen l’amplada 
de tres columnes. Per tant l’etiqueta HTML corresponent a la cela és com la 
següent: 
 
<td colspan=”3” ... > 
 
A continuació es detallen els continguts de cada una de les parts. 
 
 
4.2.1. Header 
 
La capçalera o header és troba a la part superior de totes les pantalles i, 
bàsicament conté el logotip de la Universitat Politècnica de Catalunya, el nom del 
simulador “MetaCockpit” i una imatge d’un Airbus A320, ja que aquest és un dels 
models d’aeronau que es podrà simular. 
 
 
4.2.2. Menú superior 
 
El menú superior dona accés als diferents components i funcions del MetaCockpit. 
Per a poder accedir des de qualsevol pàgina a qualsevol funció, s’utilitza un menú 
desplegable vertical. Al menú hi ha els noms dels mòduls disponibles per a cada 
usuari. Quan es passa el ratoli per damunt de cada mòdul apareix el menú 
desplegable amb les seves funcions. El menú desplegable torna a desaparèxier un 
cop s’ha tret el cursor de sobre. 
 
Tant els noms dels mòduls com els de les funcions estan distribuïts amb capes. 
Per una banda hi ha una capa que conté el nom del mòdul i aquesta conté una 
altra capa amb la proietat visibility:hidden amb els noms de totes les funcions. 
 
 
4.2.3. Menú lateral 
 
El menú lateral permet als usuaris identificar-se a l’aplicació, canviar l’idioma i 
enviar correus al webmaster. Per a identificar-se disposen de dos camps: nom 
d’usuari i contrassenya, i el botó “Login”. Quan ja estan identificats, en lloc 
d’apareixer aquests camps hi ha un botó “Logout” per desconectar-se. 
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4.2.4. Body 
 
El body o cos de la pàgina és on hi ha els continguts de cada pàgina. Aquesta és 
la part no comuna. 
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CAPÍTOL 5. Arquitectura utilitzada 
 
En aquest apartat s’entrarà en detall en l’arquitectura utilitzada per a la present 
aplicació. Es presentaran les diferents opcions que s’han tingut en compte i es 
justificarà l’elecció final. Punt per punt s’aniran detallant les diferents parts de 
l’arquitectura utilitzada. 
 
 
5.1 Consideracions de disseny 
 
En aquest apartat s’esmenten alguns aspectes de la programació Java que s’han 
tingut en compte. 
 
 
5.1.1. MCUtilities 
 
Aquest és el nom d’una classe que s’encarrega de realitzar funcions comunes dins 
de la pròpia aplicació. Cada funció és un mètode estàtic que realitza tota la lògica 
relacionada. S’ha decidit separar aquestes funcions de la resta de classes perquè 
són funcions que poden ser cridades des de diverses classes. Per altra banda no 
són funcions pròpies de cap component o objecte i per tant no és necessari crear 
cap instància per a accedir a aquesta lògica. 
 
Aquestes funcions són: 
♦ public static ConfigElement getElement (Collection col , String id): S’utilitza 
per a obtenir un ConfigElement a partir d’una Collection com poden ser els 
mòduls de la configuració, les funcions d’un mòdul, etc. 
♦ public static Object convert(String obj, String type): Converteix l’String obj a 
un Object de la classe definida per l’String type. Aquest String ha de ser una 
de les constants que fan referència als tipus de paràmetres. En cas que no 
es pugui realitzar la conversió (per exemple que es vulgui convertir una 
lletra a Integer), retorna null. 
♦ public static boolean isThere(ConfigElement e, Collection col): retorna true 
si el ConfigElement que es troba a la Collection col. Si no hi és retorna 
false. 
♦ public static String getLastPage(HttpServletRequest request): retorna 
l’atribut de sessió que conte l’ultima pàgina a la que es trobava l’usuari. 
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5.1.2. Excepcions 
 
S’ha creat una excepció específica per a l’aplicació al package 
org.epsc.mc.mcwebservices.exceptions que es diu MCException. Aquesta 
excepció és llençada des de qualsevol punt de l’aplicació quan es produeixen 
errors. Això vol dir que a totes les classes que es cridin des de el Serlvet 
controlador, les possibles excepcions que llencin funcions cridades, són 
capturades amb les etiquetes try{...} catch{...}, i tot seguit es llença una 
excepció MCException. Això s’ha fet així perquè, quan es programen les classes i 
s’utilitzen aquestes etiquetes per a capturar excepcions, és te plena consciència 
de quin tipus d’excepcions es poden capturar. 
 
Per exemple, si s’està instanciant un EJB, pot ser que es llanci una 
NamingException deguda a que no s’ha trobat el EJB amb el JNDI donat. En 
aquest cas, es llança una MCException amb un paràmetre d’inicialització que sigui 
un String descrivint l’excepció produïda. 
 
En el Servlet controlador, es capturen les MCException i el client és redirigit a una 
pàgina d’error on apareix la descripció de l’excepció produïda.  
 
 
5.1.3. Ús de constants 
 
Per a fer referència a certs objectes des de l’aplicació, moltes vegades s’utilitzen 
Strings. Per exemple, un paràmetre d’una petició o un atribut de sessió 
s’identifiquen o s’accedeixen a partir d’un String. 
 
Per a mantenir la uniformitat d’aquests Strings s’utilitzen constants definides en un 
únic fitxer org.epsc.mc.mcwebservices.main.MCConstants. Totes les constants es 
defineixen com public static final String NOM_CONSTANT. S’han volgut posar 
totes les constants en un fitxer únic perquè sempre s’accedeixin de la mateixa 
manera: 
 
MCConstants.NOM_CONSTANT 
 
Per tal d’evitar embolics i equivocacions alhora d’identificar les constants, s’ha 
seguit una nomenclatura més o menys estàndard. Per exemple, les constants que 
referencien una pàgina JSP, comencen per JSP_, o les constants que referencien 
un atribut de sessió comencen per SES_ATTR_, etc. 
 
 
5.2 Visió general 
 
L’arquitectura utilitzada consisteix en un Servlet que s’encarrega d’atendre les 
peticions i fer les crides als altres components del MetaCockpit quan convingui. 
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Tot seguit es redirigeix la petició cap a una pàgina JSP on es recuperen els 
resultats. Aquesta és una visió aproximada de l’arquitectura de l’aplicació i es pot 
veure que és similar a la proposada pel patró de disseny MVC. 
 
 
 
 
Fig. 5.1 Arquitectura bàsica de l’aplicació 
 
 
A la Fig. 5.1 es pot veure una primera aproximació del funcionament intern de 
l’aplicació web que simplement pretén il·lustrar com es separa la lògica de la 
presentació. A continuació es detallen els processos numerats de la Fig. 5.1: 
 
1. El client fa una petició HTTP. 
2. Hi ha un Servlet que atén la petició i, a partir d’un procés que més endavant 
es detallarà, fa una crida a la funció que ha demanat el client del component 
corresponent del MetaCockpit. Aquesta funció retorna un resultat. 
3. El resultat és guardat. 
4. El Servlet fa un redireccionament a la pàgina JSP que toca. 
5. La JSP “agafa” els resultat i els formateja per a presentar-los. 
6. El servidor retorna una pàgina HTML que conté el resultat que havia 
demanat el client. 
 
 
5.3 Separació de la lògica de la presentació 
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JSP 
Component 
de 
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SERVIDOR CLIENT 
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El primer que cal destacar sobre l’arquitectura és una de les premisses més 
importants alhora de crear aplicacions web: separar la lògica de la presentació. 
 
La utilització de codi Java incrustat a pàgines HTML no és recomanat per varies 
raons. Primer de tot, aquesta opció fa que les pàgines JSP siguin difícils de llegir i 
entendre i per tant, el manteniment sigui més complicat. No només per a algun 
altre programador que vulgui modificar el codi sinó pel mateix creador. Un altre 
inconvenient és el fet que si es volen afegir funcionalitats i continguts, amb el codi 
Java mesclat amb el codi HTMl, sigui realment complicat. 
 
Un avantatge de separar el codi Java del codi HTML és que es pot separar el 
desenvolupament d’aplicacions web en dissenyadors que s’encarreguin del codi 
HTML sense necessitat de dominar Java, i programadors que no necessitin 
dominar HTML (tot i que no és el cas del present treball). Una altra avantatge és el 
fet que el codi és més reutilitzable ja que el codi Java inserit a una JSP haurà de 
ser repetit si en una altra JSP es vol realitzar el mateix procediment. 
 
Ha quedat clar, doncs, que s’ha d’evitar el codi Java incrustat a les JSP, i això és 
el que s’ha fet. Com s’ha vist abans, no serà des de la pàgina JSP que es 
realitzarà la lògica. Des de les pàgines JSP simplement s’accedeixen les dades 
(resultats) que s’hagin de mostrar. 
 
 
5.3.1. Pas de dades a les JSP 
 
Perquè les JSP puguin accedir les dades proporcionades per Servlets que han de 
mostrar, els contenidors de Servlets ofereixen una eina molt útil anomenada 
scope. 
 
Els scopes són objectes controlats pel contenidor de Servlets, que són accessibles 
durant un cert període de temps tant des dels Servlets com des de les JSP. 
S’utilitzen bàsicament per contenir un conjunt d’atributs que s’identifiquen 
unívocament amb una clau que és un String. Per accedir-los des d’un servlet 
s’utilitza l’objecte request que el contenidor de Servlets s’encarrega de passar com 
a paràmetre als servlets cada vegada que són invocats. 
 
Hi ha tres tipus de context segons el seu abast: 
♦ ServletContext: aquest scope avarca totes les peticions per a qualsevol 
usuari, és a dir, un atribut guardat en aquest scope és accessible sempre 
des de que s’inicia el servidor fins que finalitza. 
♦ Session: Aquest scope és accessible per a totes les peticions d’un usuari 
concret fetes dins d’un cert marge de temps (timeout). És molt útil ja que 
permet identificar un usuari a través de varies peticions. Diem és molt útil ja 
que HTTP en sí mateix no ofereix aquesta funcionalitat. El contenidor de 
servlets pot identificar l’usuari normalment utilitzant Cookies, però en el cas 
que el client no les tingui habilitades, s’utilitza la reescriptura de la URL 
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(enviant a la pròpia URL un paràmetre amb un valor que identifica 
unívocament al client). 
♦ Request: Els atributs guardats en aquest scope són accessibles des de que 
el servidor rep la petició del client fins que li envia la resposta.  
 
Per al pas de dades a les JSP, es col·loca un objecte a un atribut de qualsevol 
scope des d’un Servlet i tot seguit s’accedeix des de la JSP. La tria de l’scope a 
utilitzar dependrà de on volguem utilizar l’atribut tal i com s’ha explicat més amunt. 
 
Els atributs poden ser qualsevol tipus d’objecte. Per al pas de dades a les JSP 
normalment són JavaBeans (no confondre amb els Enterprise Java Beans). Els 
JavaBeans són objectes que contenen certs camps o propietats accessibles amb 
uns mètodes anomenats setters i getters. Per exemple, si un JavaBean te una 
propietat: 
 
String prop; 
 
aquest haurà de tenir el mètode setter: 
 
public void setProp (String p) 
 
i el mètode getter: 
 
public String getProp() 
 
Per a obtenir les dades dels JavaBeans, JSP posa a la disponibilitat del 
programador unes etiquetes que permeten evitar escriure codi Java dins de les 
JSP. Les etiquetes són les següents: 
 
<jsp:useBean ... /> Aquesta etiqueta “agafa” el JavaBean que ha estat 
guardat en un scope determinat a partir del nom de l’atribut. Si aquest atribut no 
existeix, llavors aquesta etiqueta s’encarrega d’instanciar un nou objecte de la 
classe específica del JavaBean amb l’scope de page. Aquest scope que abans no 
s’ha comentat és disponible només en el processament d’una pàgina JSP, per tant 
no és accessible desvde cap Servlet. 
 
<jsp:getProperty ... /> Aquesta etiqueta permet, un cop s’ha utilitzat 
l’etiqueta anterior, l’obtenció de propietats del JavaBean amb l’id abans 
especificat. 
 
<jsp:getProperty ... /> Funciona de la mateixa manera que d’anterior però 
en aquest cas s’utilitza per a assignar valors a les propietats d’un JavaBean. 
 
A l’aplicació, però, no s’han utilitzat aquestes etiquetes però s’han fet servir taglibs 
i EL (Expression Language). 
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5.3.2. Taglibs 
 
Per a la generació de les pàgines HTML i el format de la informació a mostrar dins 
de les pàgines JSP, s’utilitzen llibreries d’etiquetes (a partir d’ara taglibs). Les 
taglibs són etiquetes que el contenidor de Servlets processa i insereix el resultat . 
La funció principal de les taglibs és evitar la incursió de codi Java i la seva 
repetició.  
 
Hi ha moltes taglibs existents destinades a resoldre problemes i a facilitar diferents 
tasques concretes. Hi ha moltes distribucions diferents de taglibs, però J2EE 
defineix un conjunt estàndard d’aquestes llibreries anomenat JSTL (JavaServer 
Pages Standard Tag Library). JSTL és, com J2EE, una especificació i el que hi ha 
són implementacions. La més utilitzada és probablement la del projecte Jakarta. 
Les etiquetes estàndard són les següents: 
 
 
Àrea  Subfució  Prefix  
Suport de variables 
Control de flux 
Control de URL  
Core  
Miscel·lània 
c  
Nucli  
Control de flux  XML  
Transformació  
x  
Idiomes  
Format de missatges I18n  
Format de dates i nombres  
fmt  
Database  SQL  sql  
Longitud de coleccions  Functions  
Manipulacio d’Strings  
fn  
 
Taula 5.1 Etiquetes JSTL 
 
 
Cada taglib ve definida per un prefix, i cada una pot tenir varies etiquetes. A les 
taglibs se’ls pot pasar paràmetres mitjancant atributs de les etiquetes. Utilitzen el 
següent format: 
 
<prefix:etiqueta atribut1=”valor1” ... > ... 
</prefix:etiqueta> 
 
Les taglibs utilitzades en una JSP han de ser definides a l’inici de la pàgina amb la 
directiva: 
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<%@ taglib uri=”/tags/c” prefix=”c” %> 
 
L’atribut prefix serveix per a dir quin prefix utilitzarà aquesta taglib. Per altra banda, 
l’atribut “uri”, indica a on es troba l’arxiu *.tld que defineix l’etiqueta (tld és l’acronim 
de TagLib Descriptor). La uri pot fer referència a un tld local o remot. Si, en el cas 
de l’exemple, es volgués accedir al descriptor de la taglib “c” remotament, la uri 
hauria de ser http://java.sun.com/jsp/jstl/core. Però per al cas de la present 
aplicació, s’ha volgut fer que els tld estiguin al mateix servidor per a que la 
interfície web pugui funcionar sense connexió a internet. Per a fer-ho possible, 
abans s’ha hagut de definir aquesta taglib en el fitxer web.xml amb la següent 
instrucció: 
 
<taglib> 
<taglib-uri>/tags/c</taglib-uri> 
<taglib-location>/WEB-INF/tld/c.tld</taglib-location> 
</taglib> 
 
Com es pot veure, s’estableix la uri /tags/c per al descriptor de la taglib c ubicat a 
/WEB-INF/tld/c.tld. 
 
Quan el contenidor de Servlets processa una JSP i troba una etiqueta que 
comença pel prefix indicat a la directiva taglib (per exemple <c:out ...> ), es busca 
al fitxer c.tld l’etiqueta indicada després de “:” (out). Al fitxer tld es defineixen els 
atributs d’aquesta etiqueta i la classe que processarà l’etiqueta entre d’altres 
paràmetres. 
 
A continuació es descriuen les taglibs utilitzades a l’aplicació. 
 
 
5.3.2.1. Core 
 
Per a la present aplicació, de les JSTL només s’han utilitzat les taglibs del Core. 
Sobretot per a accedir el contingut dinàmic i per al control de flux.  
 
La primera etiqueta del Core que s’ha utilitzat és c:forEach. Aquesta etiqueta 
serveix per fer un bucle sobre el contingut d’aquesta. La seva funcionalitat està 
centrada en recórrer Collections d’objectes. Els seus atributs més importants són 
var i items. El primer és per definir el nom de la variable accessible a cada bucle i 
que farà referència a l’objecte actual de la col·lecció. A l’atribut items se li ha de 
passar una col·lecció d’objectes (a l’apartat Expression language es veurà com). 
 
Per a l’aplicació s’ha utilitzat aquesta etiqueta per generar el formulari que 
permetrà al usuari introduir els paràmetres necessaris per executar una funció. 
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<c:forEach var=”parameter” 
items=”${sessionScope.function.parameters}” > 
<tr> 
<td><i18n:message key=”${parameter.formBundle}” /></td> 
<td><mc:field type=”${parameter.type}” name=”${parameter.id}” 
fieldLength=”${parameter.fieldLength}” /></td> 
</tr> 
</c:forEach> 
 
Aquesta etiqueta fa un bucle sobre el seu contingut (de <c:forEach ... > fins a 
</c:forEach). La col·lecció que se li passa és el conjunt de paràmetres de la funció 
actual: ${sessionScope.function.parameters} (més endavant s’explicarà 
a que es refereix aquesta expressió). 
 
Dins del bloc de c:forEach, es pot accedir a l’objecte actual de la Collection 
mitjançant la variable parameter. Per exemple, per accedir a la propietat 
formBundle de l’objecte actual s’utilitza l’expressió: 
${parameter.formBundle}. 
 
Les etiquettes <i18n:message> i <mc:field> es comentaran més endavant. 
 
 
5.3.2.2. i18n 
 
Les sigles i18n signifiquen “internationalization”. Aquesta taglib vista en l’exemple 
anterior no és pròpia de JSTL i ha estat creada pel projecte Jakarta. S’ha decidit 
utilitzar aquesta taglib i no la de JSTL perquè ofereix algunes funcionalitat més 
encara que poc importants. Bàsicament és utilitzada per a mostrar text en diferents 
idiomes. Per fer-ho, el text a mostrar, no està incrustat a les pàgines JSP sinó que 
està definit en un bundle. 
 
Un bundle és un un fitxer de propietats amb extensió *.properties. Aquest fitxer te 
un format com el següent: 
 
submit=Executar 
fieldTypeNotFound=ERROR 
userName=Nom d’usuari: 
password=Contrasenya:  
welcome=Benvingut usuari  
mail=Correu al webmàster 
login=Login 
logout=Logout 
 
Com es pot veure, aquest fitxer defineix diferents propietats separades en línies 
diferents. La sintaxis d’una propietat sempre és la mateixa: 
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El nom de la propietat + “=” + valor de la propietat. 
 
Cada fitxer bundle, defineix els valors de les diferents propietats per a un idioma 
concret. Per a cada nou idioma que es vulgui afegir només cal crear un nou fitxer 
bundle amb les mateixes propietats però amb els literals corresponents a d’idioma. 
 
La nomenclatura del bundle ha de ser la següent: 
 
<Nom del Bundle>+<locale>+.properties 
 
On “locale” és una variable que defineix l’idoma. A cada JSP s’ha de definir el 
bundle que s’utilitzarà amb la següent directiva: 
 
<i18n:bundle 
baseName=”org.epsc.mc.mcwebservices.main.mcBundle” 
localeRef=”userLocale” /> 
 
L’atribut baseName especifica quin bundle s’utilitzarà, i a localRef s’especifica 
quina variable es farà servir per determinar l’idioma. En l’exemple anterior, s’utilitza 
la variable userLocale, que pren el valor de l’idioma que tingui configurat el client al 
navegador. Per accedir els bundles s’utilitza el mateix format que per accedir les 
classes Java dins dels packages. Per tant, en el cas de l’exemple, si la variable 
userLocale te el valor ca (per al català), i18n buscarà el bundle en la següent 
ubicació: 
 
org/epsc/mc/mcwebservices/main/mcBundle_ca.properties 
 
Dintre del directori de classes de l’aplicació (CLASSPATH). 
 
Per accedir la propietat d’un bundle, s’utilitza el tag: 
 
<i18n:message key=”propietat” /> 
 
Per tant, tots els literals (textos) de l’aplicació web s’introduiran d’aquesta manera. 
 
 
5.3.2.3. Custom tags 
 
JSTL també defineix com crear les custom tags, que són taglibs que el 
programador es pot personalitzar fàcilment. Les custom tags es poden definir 
utilizant descriptors de taglibs (tld) i creant les classe que les gestionen o bé creant 
fitxers tag. Els fitxers tag tenen un format similar a les JSP. Per tal de fer aquestes 
etiquetes accessibles des d’una JSP, la directiva necessària és lleugerament 
diferent a la utilitzada anteriorment: 
 
<%@ taglib prefix=”mc” tagdir=”/WEB-INF/tags” %> 
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La diferència respecte a la directiva comentada abans, és que en aquest cas no hi 
ha un atribut uri sinó que ara és tagdir. D’aquesta manera, no cal definir la taglib 
en el fitxer web.xml com s’ha vist en el cas anterior.  
 
Quan el contenidor de servlets processa la JSP i es troba, per exemple,  amb una 
etiqueta <mc:etiqueta .. >, buscarà en el directori /WEB-INF/tags/ un fitxer que es 
digui etiqueta.tag. Com s’ha comentat abans, els fitxers tag són molt similars a les 
JSP però la diferència principal és que a l’inici del fitxer hi ha la següent directiva: 
 
<%@ tag language=”java” %> 
 
Per altra banda també es defineixen les propietats dels atributs que s’accepten 
amb l’etiqueta, per exemple: 
 
<%@ attribute name=”name” required=”true” fragment=”false” 
rtexprvalue=”true” type=”java.lang.String” 
description=”Nom de l’atribut” %> 
 
En aquest cas, l’etiqueta te un atribut que es diu name de tipus String, que és 
obligatori, que accepta expressions EL (es veuran més endavant) i la seva 
descripció és “Nom de l’atribut). 
 
Dins d’aquest fitxer, es poden accedir els atributs ja que aquests son posats 
l’scope page automàticament. 
 
 
5.3.3. Expression language 
 
Les taglibs han de disposar d’algun mecanisme per accedir les variables de 
context, sessió o request per tal d’accedir als continguts dinàmics. La manera 
“fàcil” de fer-ho seria utilitzant scripts Java. Però aquesta solució ja s’ha vist que 
no és la més adequada. Per a la present aplicació s’ha decidit utilitzar un altre 
mecanisme definit per J2EE: l’Expression Language (EL). Aquest mecanisme 
permet, entre d’altres funcions, accedir els atributs dels scopes sense haver de 
passar per codi Java. 
 
Des de la versió 1.2 de l’estàndard JSP (versió utilitzada per la present aplicació), 
és possible utilitzar EL sense haver-se d’utilitzar necessàriament a les taglibs. Això 
vol dir que l’EL es pot utilitzar tant entre text estàtic (qualsevol punt d’una JSP) 
com en un atribut d’una Taglib que accepti expressions. 
 
La inserció d’EL és similar a com es fa amb els scriptlets de les JSP, però en lloc 
de estar delimitats per les etiquetes <% %> (o similars), el EL s’encapsula entre 
els caràcters ${ ... }. Una expressió EL en text estàtic és processada i s’insereix el 
resultat com un String allà on estigui l’expressió. 
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EL ofereix un fàcil accés a les variables. Per exemple, amb l’expressió ${function}, 
es busca un atribut en l’scope de pagina, de request, de sessio o de context 
d’aplicació. Per tant, la primera avantatge de EL és que l’accés al contingut 
dinàmic és més simple que amb els scriptlets Java. Si EL no troba la variable, 
retorna el valor null. 
 
Per accedir propietats d’una objecte, s’utilitza l’operador “.” o el “[]”. De fet les 
expressions var.prop és equivalent a var[“prop”]. Suposant l’expressió: 
 
Variable.prop o variable[“prop”] 
 
Depenent del tipus d’objecte que sigui la variable, el resultat de l’expressió serà el 
següent: 
 
♦ Si la variable és un Map (implementa la interfície Map), el resultat serà el 
mateix que fer: 
If (!variable.containsKey(prop) ) return null; 
Else return variable.get(prop) ; 
♦ Si la variable és una List o un Array, la propietat ha de ser un enter i el 
resltat és el següent: 
return variable.get(prop) 
o bé 
return array.get(variable, prop) 
♦ I finalment, si la variable és un objecte JavaBean, el valor retornat és 
l’equivalent a fer: 
Return variable.getProp(); 
 
Per altra banda EL te unes variables implícites que permeten, bàsicament l’accés 
als diferents scopes. Aquestes són: 
 
♦ pageContext: proporciona accés als següents objectes: 
♦ servletContext: com ja s’ha vist anteriorment, és el scope accessible 
desde qualsevol component web en qualsevol moment. 
♦ session: objecte sessió per al client actual. 
♦ request: objecte request (HttpServletRequest). 
♦ response: objecte response (HttpServletResponse). 
 
Per altra banda hi ha certs objectes implicits que ofereixen un accés ràpid a 
objectes sovint utilitzats.  
 
♦ param 
♦ paramValues 
♦ header 
♦ headerValues 
♦ cookie 
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♦ initParam 
♦  
Finalment hi ha uns objectes que permeten accedir als atributs dels diferents 
scopes. Aquests objectes implícits han estat els més utilitzats. 
 
♦ pageScope 
♦ requestScope 
♦ sessionScope 
♦ applicationScope 
 
 
5.3.3.1. Accés a les constants 
 
Un problema que s’ha trobat alhora d’utilitzar EL intentant evitar els scriptlets és 
l’accés a constants. Com que les constants s’han definit en una classe com a 
public static final String, no es poden accedir des de EL ja que no són ni un Map, 
ni un List o un Array, ni un JavaBean. La solució que s’ha cregut més idònia ha 
estat la incrusió de totes les constants en un public static final Map 
CONSTANTS dins de la mateixa classe. Un Map és un conjunt d’elements no 
ordenats als quals s’accedeix a partir d’una clau (key). El que permeten els Map és 
un accés ràpid als seus elements, encara que no ofereixen ordenació ni les eines 
d’una Collection.  
 
Cada constant del Map te una clau que és un String amb el mateix nom de la 
constant. Per tant, a la classe MCConstants, per afegir una constant al Map 
s’utilitza la següent expressió. 
 
CONSTANTS.put(“BLANK”, BLANK); 
 
Per a poder accedir aquest map des de EL, en el listener d’inici de context, s’ha 
posat un atribut de context d’aplicació amb el nom “Constants” utilitzant la següent 
sentència: 
 
ServletContext cont = evt.getServletContext(); 
cont.setAttribute(“Constants”, Constants.CONSTANTS); 
 
On la variable Constants.CONSTANTS és el Map abans comentat. D’aquesta 
manera, per accedir a una constant des de una JSP utilitzant EL s’utilitza la 
següent expresió: 
 
${Constants.BLANK} 
 
 
5.3.4. Templates 
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Les templates (o plantilles) s’utilitzen per no repetir codi HTML. En totes les 
pàgines normalment hi ha una part comuna. En el cas de la present aplicació, el 
header el menú superior i el menú lateral són parts comunes a totes les pàgines. 
 
Per aquests casos es molt útil utilitzar un mecanisme de plantilles, ja que si es 
volen canviar alguna de les parts esmentades anteriorment no caldrà modificar 
totes les pàgines de la web. Per al present cas, com que el contingut que varia 
respecte les diferents pàgines és només el body de la pàgina, s’ha decidit crear 
dos fitxers JSP que contenen: 
 
♦ El codi que està per sobre del body: top.jsp 
♦ El codi que està per sota del body: bottom.jsp 
 
Entenent per sobre i sota , el codi HTML que està abans i després en l’ordre típic 
de HTML de la zona de codi corresponent al body. 
 
D’aquesta manera a les JSP de la web només s’han d’incloure les jsp top.jsp i 
bottom.jsp a l’inici i final de la pàgina, i només cal d’escriure el codi corresponent al 
body d’aquella pagina. 
 
Per incloure pàgines JSP dins d’altres pàgines JSP s’utilitza l’etiqueta pròpia de 
JSP: <jsp:include ...> 
 
<jsp:include page=”commons/top.jsp”/> 
Codi del body de la pàgina 
<jsp:include page=”commons/bottom.jsp”/> 
 
Per altra banda, dins del del top.jsp, la part corresponent al menú lateral s’ha 
separat en un altre fitxer menu.jsp. Això s’ha fet per fer el codi més llegible. 
 
 
5.4 El controlador 
 
Per a atendre les peticions dels usuaris s’ha utilitzat per a l’aplicació un patró de 
disseny anomenat Front Controller. Aquest patró consisteix en utilitzar un 
mecanisme d’accés al sistema centralitzat, en aquest cas un Servlet, on van a 
parar TOTES les peticions que fa l’usuari. Per a forçar que totes les peticions 
vagin a parar al Servlet Controller, només s’ha definit en el web.xml aquest Servlet 
i, per altra banda, totes les pàgines JSP o HTML estan dins del directori WEB-INF 
que, com ja s’ha comentat abans, és invisible als clients. 
 
Aquest Servlet controlador permet la integració de varis serveis del sistema 
comuns per a les peticions, com la recuperació de continguts (la configuració de 
l’aplicació, per exemple), el control de vistes i la navegació. 
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Si no es disposés d’un mecanisme d’accés centralitzat i l’usuari accedís 
directament la vista, cada una hauria de proporcionar els serveis de l’aplicació, fet 
que comportaria el duplicació de codi. Un altre inconvenient seria que la vista 
s’encarregaria de la navegació, fet que podria comportar una barreja de continguts 
i navegació. Finalment el control distribuït és més complex ja que els canvis s’han 
de realitzar en més d’un lloc. 
 
El controlador és el primer punt de contacte de les peticions amb l’aplicació i 
s’encarrega de realitzar les tasques comunes per a totes les peticions. Aquestes 
tasques són: 
 
♦ Carregar la configuració que correspon a l’usuari que ha fet la petició. 
♦ Delegar la lògica al Command adequat (apartat: Les comandes). 
♦ Redireccionar la petició a la pàgina JSP adequada. 
 
 
 
Fig. 5.2 Diagràma de sequencia de totes les peticions al Controller 
 
 
A la Fig. 5.2 es pot observar que el Controller és el que dirigeix el procés de cada 
petició. Primer de tot agafa l’atribut conf de la sessió que defineix la configuració 
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de l’aplicació per a l’usuari actualment connectat. Tot seguit agafa el paràmetre 
Command del request i amb aquest crida la CommandFactory 
 
 
5.5 Les comandes 
 
Com s’ha comentat, totes les peticions aniran dirigides al Controller, per tant s’ha 
d’utilitzar un mecanisme per a saber quina acció ha demanat el client. A cada 
request s’insereix un paràmetre “command” (declarat a la constant 
REQ_PARAM_COMMAND). Hi ha un Command per a cada funcionalitat 
comentada a l’apartat “Funcionalitats de l’aplicació”. 
 
Aquest Command és passat al CommandFactory. Aquesta classe conté un 
mètode estàtic Command getCommand (String command) al qual se li passa un 
String que identifica la comanda i retorna una instància d’un Command. Aquest 
String ha de ser una de les constants que identifiquen els Command: 
 
♦ REQ_PARAM_COMMAND_EXEC_FUNC 
♦ REQ_PARAM_COMMAND_LOGIN 
♦ REQ_PARAM_COMMAND_LOGOUT 
♦ REQ_PARAM_COMMAND_SEL_FUNC 
♦ REQ_PARAM_COMMAND_SEL_MOD  
 
Un Command és una classe que implementa l’interfície Command. Aquesta 
interfície te el mètode String execute(HttpServletRequest request, 
HttpServletResponse response, Config conf) que retorna un String amb la ruta de 
la JSP on s’ha de redireccionar. Un cop el Controller ha instanciat un Command 
mitjançant el CommandFactory, crida el mètode execute. 
 
 
5.5.1. Selecció de mòduls i funcions 
 
Els Command SelectModule i SelectFunction busquen en la configuració de 
l’usuari actual el modul/funció demanat per l’usuari. Si aquest mòdul/funció existeix 
a aquesta configuració, posen el mòdul/funció com un atribut de sessió i retornen  
la JSP corresponent al mòdul/funció definida com una de les constants: 
 
public static final String JSP_FUNCTION  = “/WEB-
INF/jsp/function.jsp”; 
public static final String JSP_MODULE  = “/WEB-
INF/jsp/module.jsp”; 
 
Si no es troba el mòdul/funció, és a dir, que en cridar el mètode getModule(id) o 
getFunction(id) el resultat és null, llançaran una excepció MCException. Aquesta 
excepció s’inicialitza amb un missatge indicant-ne la causa. 
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5.5.1.1. Pàgina JSP de funció 
 
D’aquesta pàgina JSP cal la pena destacar el mecanisme que s’ha utilitzar per 
generar el formulari dinàmicament. Com s’ha dit abans, en una JSP de funció 
(function.jsp), el Command SelectFunction haurà posat prèviament un objecte 
Function en sessió. 
 
Des de la jsp es fa un bucle sobre els paràmetres d’aquesta funció amb l’etiqueta: 
 
<c:forEach var="parameter" 
items="${sessionScope.function.parameters}" > 
 
Com es pot observar, els items pels quals iterarà el bucle són els paràmetres de la 
de l’atribut “function” posat en session. Dins d’aquest forEach s’escriurà l’etiqueta 
del camp del formulari (o paràmetre) amb la taglib i18n. Per a generar el camp 
dinàmicament s’ha creat una custom tag: 
 
<mc:field type="${parameter.type}" name="${parameter.id}" 
fieldLength="${parameter.fieldLength}" /> 
 
Els seus atributs són el tipus de paràmetre, el seu id (que és el nom del paràmetre 
que s’enviarà al request) i la longitud. Finalment s’escriurà, si cal, un missatge 
d’error en cas que el valor introduït sigui incorrecte.  
 
<c:if test="${errors[parameter.id] ne null}"> 
<span class="error"> 
<i18n:message key="${errors[parameter.id]}"/> 
<span> 
</c:if> 
 
Amb aquest codi es comprova que no hi hagi un error per al paràmetre actual, és a 
dir, que no hi hagi cap element al Map amb la key igual a l’id del paràmetre. En 
cas positiu es mostra el missatge que conté el Map d’errors. 
 
 
5.5.2. Login 
 
Per a validar els usuaris, el Command Login utilitza una classe anomenada 
SecurityManager. Aquesta classe conté certs mètodes estàtics que realitzen 
funcions relacionades amb l’autenticació i permisos d’usuaris. El Command Login 
recull els paràmetres del request: “user” i “pass” i valida l’usuari cridant la funció 
authenticat( name, pass) del SecurityManager. Tot seguit obté els seus permisos 
cridant la funció getUserConfig(conf, user). Aquesta funció retorna la configuració 
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per a l’usuari en qüestió a partir de la configuració de l’aplicació i els permisos de 
l’usuari. La configuració de l’usuari te només la informació d’aquelles funcions a 
les quals l’usuari te permís. Finalment aquest Command retornarà a la pantalla on 
era l’usuari. 
 
 
 
Fig. 5.3 Diagrama de seqüència del procés de Login 
 
 
5.5.3. Logout 
 
Aquest Command simplement elimina de la sessió l’usuari i posa en sessió la 
configuració corresponent a un usuari anònim. 
 
 
44 Desenvolupament d’una interfície web per a un simulador de vol 
5.5.4. Execució de funcions 
 
Aquest és el Command més complex. És el que, a partir de la configuració de 
l’aplicació per a l’usuari actual, executarà els mètodes dels EJB dels altres 
components de MetaCockpit. 
 
Un cop l’usuari es troba a la pantalla de funció, haurà d’introduir els valors 
necessaris als camps del formulari (en cas que n’hi hagin) i prémer el botó per 
executar la funció. 
 
El mètode execute del Command ExecuteFunction primer de tot agafa els 
paràmetres REQ_PARAM_MODULE i REQ_PARAM_FUNCTION del request per 
així poder obtenir els objectes Module i Function, que contenen la informació 
necessària per al procés d’execució de la funció. En cas que aquests paràmetres 
no existeixin o bé siguin incorrectes, es llança una MCException amb informació 
sobre l’error. 
 
A continuació es crida un mètode de la mateixa classe que és l’encarregat d’agafar 
els paràmetres del request i, segons la configuració de la Function, els posa en un 
array d’objectes: Object[]. 
 
Aquest mètode és getParamsValidating(request, function.getParameters(), errors). 
Els paràmetres que se li passen són request, per que pugui agafar els paràmetres 
de la petició, parameters, que és una collection d’objectes Parameter i finalment 
un el paràmetre errors. 
 
Aquest paràmetre és un Map que se li passa buit, però que la funció omple amb 
els errors o incidències que troba amb els paràmetres d’entrada. Per tant, aquest 
mètode és el que s’encarrega de la validació de paràmetres d’entrada. Si troba 
una incidència, l’omple amb el bundle del missatge d’error i la key corresponent al 
id del paràmetre. A l’ hora de validar, es té en compte el fet que el paràmetre sigui 
necessari (que el camp required sigui “true”), i que tingui el format correcte. 
 
Per a convertir el String provinent del paràmetre del request s’utiliza el mètode: 
 
public static Object convert(String obj, String type) 
 
A aquest objecte se li passa un String (provinent del paràmetre del request) i un 
string que identifica el tipus d’objecte mitjançant una de les dues constants 
següents: 
 
public static final String PARAM_TYPE_STRING  = "string"; 
public static final String PARAM_TYPE_INTEGER  = "integer"; 
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En cas que hi hagi hagut errors,  aquest command posa el Map que conté els 
errors en sessió i tot seguit utilitza el mètode getLastPage de MCUtilities per 
retornar l’última pàgina on es trobava l’usuari. 
 
Si pel contrari no hi ha hagut errors, llavors s’executa la funció sol·licitada al 
component de MetaCockpit corresponent. Per a executar una funció en un EJB de 
MetaCockpit, s’ha creat la classe MCBussinesDelegate.  
 
 
5.5.4.1. La classe MCBussinesDelegate 
 
El nom s’ha triat així perquè aquesta classe és l’encarregada de tot el procés per a 
cridar funcions als EJB de MetaCockpit (executar la lògica de negoci). Per tant és 
com un delegat al qual deleguem totes les tasques necessàries per executar 
funcions. 
 
Aquesta classe es basa en el patró de disseny Singleton. Els singletons són 
classes que no són instanciades ja que el constructor és private (només 
accessible des de la propia classe) i en canvi contenen  un mètode estàtic 
getInstance(). El primer cop que es crida aquest mètode, s’instancia el propi 
Singleton i es guarda en un camp de la pròpia classe. Les següents vegades que 
es cridi getInstance(), es retornarà el Singleton instanciat el primer cop. D’aquesta 
manera s’assegura que només existirà una instància d’aquesta classe. Les 
avantages d’aquest fet es veuran més avall. 
 
La classe MCBussinesDelegate te un únic mètode public: 
 
public Object executeFunction(Module module , Function funct, 
Object[] params ) throws MCException 
 
Aquest mètode s’ocupa d’obtenir accés al EJB especificat per module i executar-hi 
la funció funct. El procés per obtenir accés a un EJB es pot veure a la Fig. 5.4. 
 
 
46 Desenvolupament d’una interfície web per a un simulador de vol 
 
 
Fig. 5.4 Procés d’obtenció de la referència a un EJBObject. Font: Mastering 
Enterprise JavaBeans [4]. 
 
 
Per a dur a terme aquest procés s’ha optat per implementar un patró de disseny 
de J2EE: el Service Locator. L’estratègia utilitzada és molt similar a la que proposa 
el catàleg de patrons J2EE de Sun. 
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Fig. 5.5 Diagrama de seqüència que proposa el patró de disseny Service Locator. 
Font: Core J2EE Patterns [10]. 
 
La diferència principal amb l’estratègia que proposa Sun Microsystems és que la 
figura de client i la del Singleton Service Locator s’uneixen en el Singleton 
MCBussinesDelegate. Per tant, el diagrama de seqüència de l’estratègia 
implementada és el següent: 
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Fig. 5.6 Diagrama de seqüència de l’accés als EJB de MetaCockpit 
 
 
El primer cop que s’accedeix un EJB, s’ha de localitzar (pas 4 de la Fig. 5.4). Per 
fer-ho s’utilitza l’API de Java (inclosa en l’especificació J2EE) JNDI (Java Naming 
Directory Interface). Aquesta api proporciona eines per accedir certs objectes i 
serveis a partir d’un directori de noms. Per exemple, la referència a un EJB que es 
digui MCDebug, s’accedeix a partir de l’String: 
 
Object objref = context.lookup (“java:comp/env/ejb/MCDebug”); 
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Un cop s’ha obtingut la ruta JNDI, es crea un objecte de l’intefície Home de l’EJB 
(EJBHome) a partir de la referència (pas 7 de la Fig. 5.4). Aquest objecte obtingut 
realment és una referència a un objecte remot que s’accedeix utilitzant la API de 
Java també inclosa a J2EE: RMI (Remote Method Invocation).  
 
EJBHome home = (EJBHome) PortableRemoteObject.narrow(objref, 
clazz); 
 
Totes les interfícies home dels EJB, implementen la interfície EJBHome, però 
aquesta no defineix cap mètode create(). Com que a priori no sabem a quin EJB 
estem accedint, per tenir accés al mètode s’ha d’utilitzar una altra API de Java: 
Reflection. Aquesta api bàsicament permet l’obtenció d’informació en temps 
d’execució sobre classes i objectes així com dels seus mètodes, camps i 
constructors. També permet l’accés als mateixos. Per al cas de l’aplicació, tenim 
informació sobre el nom de la classe i el mètode, per tant per invocar el mètode 
s’utilitzen les següents sentències: 
Method create = ejbHomeClass.getMethod( 
MCConstants.METHOD_CREATE, null); 
EJBObject ejb = (EJBObject) create.invoke(ejbHome, null); 
 
A la primera sentència es crea un objecte Method a partir de la classe Home del 
EJB, i passant per paràmetres el nom del mètode (representat per la constant 
METHOD_CREATE) i els paràmetres del mètode (en aquest cas no en té). 
 
El mètode create() retorna una referència al EJBObject. Un cop s’ha obtingut la 
referència per al EJB en qüestió, ja no cal tornar-la obtenir per a properes 
peticions. Si per a cada execució d’una funció que fés un client, l’aplicació web 
hagués d’obtenir la referència a l’EJB, el rendiment seria poc òptim. 
 
Per això, una vegada es te la referència a un EJB, s’obté el seu Handle (pas 9 de 
la Fig. 5.4). Un Handle (mànec) és l’ abstracció d’una referència a un objecte 
remot, així mantenint aquest handle podem recuperar la referència EJBObject. 
Amb aquest Handle ja no caldrà tornar a obtenir la interfície Home el pròxim cop 
que es cridi l’EJB. A la Fig. 5.4 es pot observar com, el primer cop que es fa un 
executeFunction des de el Command ExecuteFunction, el MCBussinesDelegate 
obté l’id (que és el handle serialitzat). El segon cop que s’executa una funció, el 
MCBussinesDelegate simplement recupera el EJBObject a partir d’aquest id. 
 
D’aquesta manera, i definint la classe MCBussinesDelegate com un Singleton, 
només es mantindran les referències als EJB de MetaCockpit que hagin estat 
accedits alguna vegada i per tant s’optimitzarà el rendiment d’accés als EJB. 
 
Per executar la funció sol·licitada pel client a l’EJB es torna a recórrer a Reflection, 
ja que a priori no es te informació sobre el mètode que s’ha d’invocar sinó que 
aquest ve donat per un String (guardat a la configuració de la funció). 
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De nou al Command ExecuteFunction, el resultat és posat en sessió juntament 
amb informació sobre el tipus de resultat obtingut. Finalment es retorna la pàgina 
corresponent al tipus de resultat (com s’ha vist a l’apartat 2.3.3) utilitzant una 
funció de la pròpia classe: 
 
return getResultsPage(function); 
 
 
5.5.4.2. JSP de resultat tipus Object i Collection 
 
En aquestes JSP, s’accedeixen certes propietats d’un objecte o de cadascun dels 
objectes d’una col·lecció. En el cas d’un sol objecte, es mostra un llistat amb el 
nom de la propietat i el seu valor al costat. Per al cas d’una col·lecció, es mostra 
una taula on cada fila correspon a un objecte i cada columna a una propietat.  
 
5.6 Navegació 
 
Perquè el servidor pugui saber l’estat actual del client, s’ha de disposar d’algun 
mecanisme. Per exemple, si un client executa una funció, el servidor ha de saber 
de quin mòdul es tracta. O si un usuari fa login, el servidor ha de saber a quina 
pàgina estava anteriorment per a tornar-hi un cop fet el login. 
 
Per al primer cas, s’ha decidit enviar paràmetres al request indicant exactament 
quin mòdul i funció ha triat el client. Per exemple,si un client ha seleccionat una 
funció de Kernel, enviarà com a command el valor 
REQ_PARAM_COMMAND_SEL_MOD, seguit de l’id del modul kernel i del id de la 
funció triada. S’ha cregut que la informació que s’ha d’enviar és molt poca i que 
per tant no afectaria el rendiment. Per altra banda és més simple aquest sistmea 
que haber de mantenir al servidor en tot moment l’estat del client. 
 
Per a conèixer la pàgina des d’on el client fa la petició, es guarda l’última pàgina 
on es redirecciona el client en un atribut de sessio definit per la constant: 
 
public static final String SES_ATTR_LAST_PAGE  = "last"; 
 
 
5.7 Seguretat 
 
Per a que els usuaris s’autentifiquin i tinguin certs permisos s’utilitzaran atributs de 
sessió. Quan un usuari s’identifiqui, el Command de login verificarà les dades i si 
aquestes són correctes, afegirà un objecte User al scope de session. D’aquesta 
manera, si un usuari no ha estat autenticat, a la sessió associada no hi haurà cap 
atribut User. Paral·lelament, quan s’autentifiqui un usuari es guardarà la seva 
configuració a la seva sessió. 
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Per a les funcions de seguretat s’ha creat un gestor de la seguretat de la classe: 
 
org.epsc.mc.mcwebservices.main.SecurityManager 
 
Aquesta classe te els següents mètodes estàtics: 
 
♦ public static User authenticate(String name, String 
pass) Aquest mètode accedirà una funció concreta del component 
MCSecurity per tal de retornar un nou objecte usuari si aquest ha estat 
autenticat, o null si el nom d’usuari i/o contrasenya són incorrectes. La 
funció del MCSecurity haurà d’estar configurada al fitxer mc-config.xml amb 
un id concret: auth 
♦ public static Config getUserConfig (Config conf, User 
user) Aquest mètode accedirà una altra funció de MCSecurity que 
retornarà els permisos per a un cert usuari. Aquesta funció també haurà 
d’estar configurada al mc-config.xml amb l’id getperm. El mètode retornarà 
un objecte Config amb els mòduls i funcions als quals te accés l’usuari. Si 
com a paràmetre User se li passa null, aquesta funció retornarà 
automàticament la configuració per a usuaris anònims. 
 
Els ids abans esmentats (auth i getperm) han estat definits com a constants i en el 
fitxer mc-config.xml s’ha afegit el següent text comentat: 
 
<!-- FUNCTION PER A AUTENTICAR USUARI: id="auth" --> 
<!-- FUNCTION PER OBTENIR PERMISOS: id="getperm" --> 
 
Un usuari anònim també tindrà certs permisos, i aquests s’hauran de carregar 
cada cop que un usuari nou es conecta a l’aplicació. Per a poder fer-ho, s’utilitzarà 
un Listener de la classe 
org.epsc.mc.mcwebservices.listeners.NewSessionListener.  Aquest 
listener te un mètode sessionCreated(HttpSessionEvent evt) que el 
contenidor de servlets crida automàticament cada vegada que es crea una nova 
sessió. En aquest mètode es cridarà a la funcio getUserConf abans comentada 
amb el paràmetre User a null. La configuració que retorna serà posada en sessió. 
 
Cal dir que funcions per validar i obtenir els permisos encara no han estat 
definides pel programador del MetaCockpit, i per tant, la funció d’autenticació és 
limita, probisionalment a un nom d’usuari i password. Aquest nom d’usuari i 
password es defineixen al fitxer web.xml. Això no vol dir que en un futur es puguin 
definir les funcions d’autenticar i obtenir permisos en el fitxer mc-config.xml. 
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CAPÍTOL 6. Configuració dinàmica 
 
Com s’ha comentat en el 0, una característica notòria de la present aplicació és el 
fet que aquesta haurà de ser configurable per al programador de la resta del 
MetaCockpit sense que aquest tingui coneixements de web. Com també s’ha vist 
anteriorment, aquest és un fet diferencial respecte les aplicacions web comunes, i 
que alhora ha impedit la utilització de frameworks. 
 
Per al fitxer de configuració de l’aplicació s’ha decidit utilitzar XML. Aquesta elecció 
s’ha fet pensant en el programador, ja que és molt més fàcil interpretar un simple 
fitxer XML que una aplicació web amb Servlets i JSPs. HTML i XML són 
llenguatges de marques i, de fet, no són tant diferents, però la present aplicació no 
contindrà només pàgines HTML o JSP. Per altra banda, al programador se li 
oferirà un XML de configuració ja creat amb exemples comentats i que s’utilitzarà 
una nomenclatura comprensible. 
 
Abans d’entrar en detall amb el XML de configuració de l’aplicació es farà una 
introducció a XML i a les tècniques per tractar-lo des de l’aplicació. 
 
 
6.1 XML 
 
Les sigles XML provenen de eXtensible Markup Language, és a dir, llenguatge de 
marques extensible. Un llenguatge de marques és un llenguatge d’etiquetes. El 
mot extensible es refereix a que no hi ha una estructura estàndard per a cap XML. 
El que sí que ha de complir tot XML són unes normes generals. Aquestes normes 
son les següents: 
 
Un document XML ha d’estructurar-se jeràrquicament en etiquetes que 
representen elements de l’estructura. Hi ha etiquetes d’inici i de fi, i poden contenir 
caràcters, altres etiquetes o simplement no res. Les etiquetes tenen el següent 
format: 
 
<nomElement> ... </nomElement> 
 
En cas que no tinguin contingut també es pot utilizar aquest format, sense la 
necessitat de dos etiquetes: 
 
<nomElement/> 
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Cada etiqueta pot contenir certs atributs que es defineixen a l’etiqueta d’obertura o 
inici. Els atributs s’especifiquen de la següent manera: 
 
<nomElement atribut=”valorAtribut” atribut2=”valorAtribut2” 
... > ... </nomElement> 
 
L’estructura i els atributs de cada XML ve definida per un fitxer referenciat dins el 
propi XML que permet validar-lo (els XML poden no contenir aquesta referència, 
llavors el seu format no podrà ser validat). Les dues opcions són els DTD i els 
XML Schema. 
 
DTD (Document Type Definition) té un format específic per definir elements i 
atributs. XML Schema permet les mateixes funcionalitats però a diferència d’un 
DTD, un XML Schema segueix un format XML determinat per un altre XML 
Schema publicat per w3.org. Per al fitxer de configuració de l’aplicació s’ha decidit 
utilitzar un XML Schema, ja que és la tendència actual. De fet és molt similar a un 
DTD a nivell d’opcions, però al ser un XML amb el seu propi XML Schema, permet 
que sigui fàcilment extensible. 
 
Així doncs, s’ha creat un XML Schema que defineix com ha de ser l’arxiu de 
configuració de d’interfície web de MetaCockpit. D’aquesta manera, el 
programador del MetaCockpit podrà saber si l’arxiu de configuració que està 
modificant és vàlid o no i, per tant, es podran evitar errors alhora de parsejar-lo. Es 
pot validar un arxiu XML amb el corresponent DTD o XML Schema, per exemple, 
des de moltes webs a internet. 
 
Un cop feta la descripció general de què és XML, els DTD i XML Schema, es 
passarà a definir quina és l’estructura del fitxer de configuració de l’aplicació web. 
 
 
6.2 Parseig de XML 
 
Una característica molt interessant de XML són les facilitats que dona Java per a 
interpretar fitxers XML. Per a que una aplicació pugui llegir un fitxer XML es fa un 
procés anomenat parsseig. El procés de parssejar consisteix en llegir, interpretar i 
guardar les dades d’un fitxer XML en objectes Java. D’aquesta manera, des de 
qualsevol classe Java és molt fàcil accedir a les dades del fitxer XML. 
 
Per a parssejar XML existeixen dues APIs bàsiques en Java: SAX i DOM. SAX 
parsseja el document llegint-lo d’inici a final, i a mida que es va trobant elements, 
atributs i valors, va invocant a funcions prèviament definides. DOM, per la seva 
banda, proporciona una representació del XML en forma d’arbre que pot ser 
recorregut. Aquestes APIs també permeten el procés invers, és a dir, passar 
informació d’objectes a XML. 
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Però a part d’aquestes APIs hi ha projectes que treballen a nivell més alt i que 
encara faciliten més la feina de parssejar, és el cas de Digester de Jakarta. Aquest 
projecte es va dissenyar inicialment per al parsseig dels fitxers de configuració del 
framework Struts (també de Jakarta), però vista la seva utilitat es va decidir 
distingir-lo com a un projecte separat. 
 
 
6.2.1. Digester 
 
Digester ofereix un conjunt de llibreries que faciliten el parsseig de fitxers XML. El 
seu funcionament és bastant simple. Només cal definir una sèrie de regles o rules, 
que serviran per a crear una jerarquia d’objectes a partir del XML. Exemples de 
rules són: crear objectes, definir propietats, cridar mètodes, etc. 
 
Cada rule te associat un patró, que es correspon a la ruta de l’element en qüestió. 
La ruta s’expressa amb els noms de les etiquetes dels diferents nivells de la 
jerarquia separats pel caràcter ‘/’, començant pel primer nivell. Per exemple, si es 
vol crear un objecte que contingui informació sobre un element anomenat elem2 
que està dins de elem1, es definiria una regla de creació d’objecte amb el patró 
“elem1/elem2”. 
 
Les rules es poden definir de dues maneres. Creant un objecte de la classe 
org.apache.commons.digester.Digester i cirdant certes funcions per a cada rule 
que es vol afegir. O bé creant un altre fitxer XML on es defineixen les rules. En 
aquest fitxer XML hi ha una jerarquia d’elements pattern i cada pattern pot contenir 
altres elements que defineixen rules. D’aquesta manera, és crea una jerarquia 
equivalent al XML a parssejar on cada element d’aquest correspon a un element 
pattern amb l’atribut value igual al nom de l’element. 
 
 
6.3 Fitxer de configuració de l’aplicació 
 
El fitxer de configuració s’anomena mc-config.xml. Aquest fitxer està al directori  
/WEB-INF per a que els clients no puguin accedir-hi, igual que el corresponent 
XML Schema, que s’anomenarà mc-config.xsd. De totes formes, el nom del fitxer 
de configuració i la seva localització és configurable des de el fitxer web.xml 
mitjançant un paràmetre del context. Cal destacar que, al definir el format de mc-
config.xml en un XML Schema, ha permès anar modificant el fitxer de configuració 
segons convenia. 
 
Per a l’aplicació web, el parseig del fitxer de configuració és necessari que es faci 
quan aquesta és inicialitzada. Per fer-ho, els contenidors de servlets ofereixen els 
listeners. 
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Un listener és una classe que implementa la interfície EventListener. D’aquesta 
interfície n’hereten d’altres com ServletContextListener, HttpSessionListener, etc. 
Cada interfície conte uns mètodes que s’executen quan es llancen certs events.  
Per exemple, per al cas que ens ocupa, per fer que quan s’iniciï l’aplicació es 
carregui la configuració, es crearà un listener ( 
org.epsc.mc.mcwebservices.listeners.LoadConfigListener ) que implementi  
ServletContextListener i dins del mètode contextInitialized s’escriurà el codi 
encarregat de parssejar l’XML. Els listeners es configuren al fitxer web.xml de la 
següent manera: 
 
<listener> 
<listener-class> 
org.epsc.mc.mcwebservices.listeners.LoadConfigListener 
</listener-class> 
</listener> 
 
Des d’aquest listener, es parsseja el document, es crea un objecte de la classe 
Config que conté la configuració (més endavant es comentarà) i aquest és posat 
com un atribut del context de l’aplicació. D’aquesta manera la configuració queda 
disponible des de qualsevol Servlet a qualsevol moment. 
 
 
6.4 Model de la configuració 
 
La configuració de l’aplicació vindrà definida per una jerarquia d’objectes o 
elements amb certs atributs. La jerarquia serà equivalent per al fitxer XML i per al 
model d’objectes Java, per tant s’explicaran les dues simultàniament. 
 
Cal dir que tots els elements de la configuració implementaran la interficie 
ConfigElement. Aquesta interfície simplement te un camp id i els corresponents 
setters i getters. El camp id es defineix en el fitxer de configuració i serveix perquè 
l’aplicació pugui identificar unívocament qualsevol element de la configuració. Per 
tant, el client envia com a valors dels paràmetres els id per referir-se a mòduls, 
funcions o paràmetres. 
 
Un cop l’aplicació te aquests paràmetres, pot obtenir un ConfigElement a partir del 
seu id a partir d’un mètode getElement(String id). 
 
Els objectes del model que tenen una composició d’altres objectes (com poden ser 
els mòduls de la configuració, les funcions d’un mòdul o els paràmetres d’un 
mòdul), utilitzen un ArrayList per a contenir-los. S’ha triat un ArrayList per a 
agrupar els ConfigElement perquè manté l’ordre de la llista i és de tamany 
variable, és a dir, que a mesura que es treuen i posen elements a l’ArrayList 
aquest va augmentant i reduint el seu tamany. Que mantingui l’ordre de la llista és 
interessant perquè es vol que l’ordre amb que el programador defineix els mòduls, 
les funcions o els paràmetres, és l’ordre que apareixerà en la web. 
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Tots els camps que són String s’han definit al XML com a atributs dels elements. 
Una alternativa hauria estat utilitzar altres elements, però com que els camps són 
simplement Strings de poca longitud, s’ha decidit que fossin atributs. 
 
A continuació es detallaran cadascun dels elements de la configuració. Per al 
diagrama de classes del model de la configuració, consultar 0. 
 
6.4.1. Config 
 
L’etiqueta mc-config és l’arrel del fitxer de configuració mc-config.xml. També és 
l’objecte Java que conté tota la configuració (la classe és Config). Aquest objecte 
conté una col·lecció amb els diversos Modules. 
 
 
6.4.2. Module 
 
En aquest cas, l’etiqueta del fitxer mc-config.xml es diu igual que la classe. Els 
modules tenen, a part de l’id: 
 
♦ menuBundle: el text que apareix al menu superior. 
♦ titleBundle: el títol de la pantalla d’informació del mòdul. 
♦ descBundle: text amb informació sobre el mòdul, que estarà a la pantalla 
d’inforamció. 
♦ ejbClass: un String que representa la classe del EJB del mòdul. Aquest 
String ha de contenir la ruta sencera (amb els packages). 
♦ ejbHomeClass: idem que el cas interior però per a la classe del EJBHome. 
♦ Functions: ArrayList amb les funcions del mòdul (es veuran més avall). 
♦ Jndi: String amb el qual s’identifica el mòdul dins del servidor J2EE. 
 
 
6.4.3. Function 
 
L’etiqueta i la classe Function defineixen la configuració per a les funcions dels 
diversos mòduls. Els seus camps són: 
 
♦ menuBundle: ídem que per al module. 
♦ titleBundle: ídem que per al module. 
♦ descBundle: ídem que per al moduel. 
♦ method: és el nom del mètode que caldrà executar en el EJB del 
component corresponent. 
♦ retrn: (no s’ha anomenat “return” ja que aquesta cadena està reservada per 
Java) conté un objecte de la classe Return. Aquesta classe, com es veurà 
més endavant, conté informació sobre el resultat d’executar la funció. 
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♦ Parameters: ArrayList que conté objectes de la classe Parameter que 
defineixen els paràmetres que necessita el mètode. Es veuran més avall 
 
 
6.4.4. Parameter 
 
Conté informació sobre cada un dels paràmetres que necessiten els mètodes 
configurats. També conté alhora informació referent als camps del formulari per 
inserir els paràmetres. Els seus continguts són: 
 
♦ type: String que defineix el tipus de paràmetre. Aquest string haurà de ser 
un d’una llista dels possibles tipus prèviament definits. Aquesta llista 
d’opcions estarà definida al XML Schema (ja que així el programador podrà 
validar el mc-config.xml) i com a un conjunt constants de l’aplicació que 
comencen per PARAM_TYPE_. Com que en una HTTP request tots els 
paràmetres s’envien com a strings, a MCUtilities s’ha creat un mètode al 
qual se li passa l’String provinent del formulari i un String que defineix el 
tipus, i retorna un objecte del tipus especificat. Si la conversió no s’ha pogut 
fer, per exemple perquè el camp havia de ser de tipus numèic i contenia 
lletres, llavors retornarà un null. Un altre tipus de paràmetre és un 
HashTable. Aquest paràmetre és un conjunt de valors amb una clau 
cadascun. Els tipus de paràmetres poden ser: 
♦ string: S’accepten tot tipus de caràcters 
♦ integer: Han de ser caràcters numèrics 
♦ hash: Han de ser parelles de valors (clau i valor). 
♦ hashLength: en cas que el type sigui hash, llavors aquest atribut s’utilitzarà 
per definir el nombre de valors que contindrà la taula de hash.  
♦ formBundle: bundle que fa referència al text que hi haurà davant del camp 
del formulari d’introducció de paràmetres. 
♦ fieldLenght: són les files que haurà de tenir el camp del formulari (cada fila 
és equivalent a un caràcter). 
♦ required: Aquest camp serà un booleà a la classe Parameter, i al XML serà 
un atribut que podrà prendre els valors “true” o “false”. 
 
 
6.4.5. Return 
 
Serveix per definir com l’aplicació web ha de tractar el resultat de l’execució d’una 
funció i com els ha de mostrar al client. Els seus camps són: 
 
♦ returnType: igual que per al cas del type dels paràmetres, aquest string 
haurà de ser un dels definits a una llista. Aquesta llista també estarà al XML 
Schema i com un conjunt de constants que comencen per RET_TYPE_. Els 
possibles tipus són els definits a l’apartat: Executar funcions de 
MetaCockpit. 
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♦ void 
♦ boolean 
♦ string 
♦ integer 
♦ collection 
♦ object 
♦ obj_collection 
♦ bundle: és el bundle que defineix el títol que hi haurà a la pantalla de 
resultats. 
♦ properties: és una Collection d’objectes Property. 
 
 
6.4.6. Property 
 
Aquests objectes serveixen per definir, per a un resultat d’una funció que sigui un 
Objecte (JavaBean) o una col·lecció d’objectes, cada una de les propietats de 
l’objecte que es mostrarà. Aquest objecte te els següents atributs: 
♦ bundle: és el bundle que descriu el camp o propietat de l’objecte. 
♦ property: nom de la propietat de l’objecte (String).  
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CAPÍTOL 7. Guia de configuració de l’interfície web de 
MetaCockpit 
 
Aquesta guía va destinada al programador del MetaCockpit per tal que, amb uns 
coneixements bàsics de XML, pugui configurar fàcilment l’interfície web del 
servidor. Per a configurar-la, només caldrà modificar (ja que tots el fitxers ja estan 
creats) uns XML determinats. També caldrà modificar el fitxer de bundle de 
l’aplicació, que s’ha explicat a l’apartat 5.3.2.2. 
 
Els fitxers a modificar són els següents: xml de configuració de l’interfície web, 
descriptor web, descriptor web específic del servidor i el bundle de literals. 
 
 
7.1 XML de configuració (mc-config.xml) 
 
Aquest XML és el propi de l’aplicació. Ja està creat i per tant, afegir nous 
components i funcions no hauria de suposar gaire dificultat. A part, la 
nomencaltura utilitzada és en anglès i molt clara. 
 
Per afegir components i funcions s’ha de seguir el model ja establert segons 
l’apartat 6.4. Per a cada atribut anomenat bundle, s’ha d’afegir el literal 
corresponent al fitxer de propietats de l’aplicació (mcBundle.properties). 
 
Paral·lelament, existeix el XML Schema referenciat (mc-config.xsd) que estableix 
com ha de ser el mc-config.xml. A internet hi ha nombroses pàgines on es poden 
validar fitxers XML introduint el corresponent XML Schema o bé el DTD. El mateix 
entorn de programació Eclipse ofereix aquesta eina. 
 
 
7.2 Descriptor web de l’aplicació 
 
Del descriptor de l’aplicació (web.xml), només es pot modificar la part final 
delimitada per les següents etiquetes: 
 
<!-- EJB REFERENCES START --> 
 
... 
 
 
<!-- EJB REFERENCES END --> 
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Dins d’aquestes etiquetes s’ha d’inserir una referència per a cada EJB al que es 
vulgui accedir. Cada referència a un EJB ha de contenir la següent informació: 
 
<ejb-ref> 
    <ejb-ref-name>ejb/MCServer</ejb-ref-name> 
    <ejb-ref-type>Session</ejb-ref-type> 
    <home>MCKernel.MCServer.ejb.MCServerHome</home> 
    <remote>MCKernel.MCServer.ejb.MCServer</remote> 
  </ejb-ref> 
 
7.3 Descriptor web específic del servidor 
 
Depenent del servidor J2EE on es vulgui desplegar el servidor, aquest fitxer serà 
diferent. Per a JBoss, el fitxer és jboss-web.xml, per al Sun Application Server és 
sun-web.xml. En aquests fitxers cal fer referència un altre cop a cada un dels EJB 
als quals es vulgui accedir desde la interfície web. Tant per al descriptor de JBoss 
com el de Sun, per a cada referència s’introdueix de la següent manera: 
 
   <ejb-ref> 
      <ejb-ref-name>ejb/Fibo</ejb-ref-name> 
      <jndi-name>ejb/Fibo</jndi-name> 
   </ejb-ref> 
 
Per a JBoss, l’etiqueta arrel és; 
 
<jboss-web> 
 
i per al Sun Application Server és: 
 
<sun-web-app> 
 
Per a més informació sobre el descriptor web específic de cada servidor, consultar 
la documentació relacionada. 
 
 
7.4 Bundle 
 
Per a cada idioma del qual es vulgui disposar a l’interfície web s’haurà de crear un 
bundle. El bundle, que un cop compilada l’aplicació web es situarà en el package 
org.epsc.mcwebservices.bundle, haurà d’anomenar-se mcBundle_idioma. On 
idioma és la codificació de l’idioma que es defineix a l’explorador. Per exemple, el 
bundle de literals en català s’ha de dir mcBundle_ca, o el bundle de literals en 
castellà s’ha de dir mcBundle_es. 
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En el bundle s’han d’entrar les claus definides al fitxer de configuració (mc-
config.xml) en línies separades. Primer s’escriu la clau, seguida del caràcter ‘=’ i 
finalment el text corresponent. Si és un literal bastant llarg i es volen crear 
paràgrafs, els salts de línia es codifiquen com es fa en HTML, amb el caràcter ‘\n’. 
Per exemple: 
 
menuBundle=Text del menú 
 
Donat que és probable que hi hagi molts literals en el mateix bundle, és 
recomanable (encara que no imprescindible) utilitzar una nomenclatura per les 
claus determinades. Una solució és utilitzar punts per separar els diferents d’una 
jerarquia com la següent: 
 
nom_component.nom_funció.nom_clau 
 
Per aquells literals que puguin aparèixer a qualsevol plana web, la clau podria ser: 
 
commons.nom_clau 
 
A part també es recomana agrupar les claus en components i funcions. 
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CAPÍTOL 8. Conclusions 
 
Després d’haver vist com s’ha dissenyat i desenvolupat l’aplicació web és hora 
d’extreure les conclusions d’aquest projecte. El fet que l’objectiu del treball sigui la 
creació d’una interfície web, fa que els resultats del projecte siguin bàsicament 
visuals i no quantificables. 
 
Els aspectes mediambientals del present projecte són molt pocs. L’impacte 
mediambiental es redueix simplement al consum elèctric d’un PC bastant potent. 
El consum d’una bona font d’alimentació pot estar al voltant de 350W o 400W, el 
que equivaldria a unes 8 bombetes incandescents. Tot i això, el servidor només 
caldrà que estigui encès mentre algú utilitzi el simulador, per tant, aquest consum 
no suposa un impacte mediambiental apreciable.  
 
L’interfície gràfica que es pretenia oferir a l’usuari per a l’execució de funcions al 
servidor s’ha creat. Per altra banda, també s’ha implementat l’autenticació i la 
possibilitat d’afegir idiomes per a l’aplicació simplement creant nous bundles. 
Aquesta ultima funcionalitat hauria estat molt complicada si s’haguessin escrit els 
literals a les mateixes pàgines JSP. Els bundles han estat una de les novetats que 
he après amb aquest projecte que he trobat més útils. 
 
L’eix central del projecte ha estat la configuració dinàmica de l’aplicació. Quan al 
principi es va plantejar crear una aplicació web J2EE de seguida es va pensar en 
els framework. Anteriorment ja havia tractat amb Struts i semblava una bona 
opció. De fet Struts és el framework web més utilitzat per a servidors Java. Les 
avantatges d’utilitzar un framework eren evidents, però el fet que el programador 
del servidor hagués de tenir coneixements de web va complicar la decisió. 
 
Struts, com tots els frameworks, ofereix moltes opcions i faciliten la tasca de 
creació i manteniment d’aplicacions web. El “problema” és que per a configurar 
aquest framework i modificar aplicacions web s’han de tenir coneixements del 
framework, que precisament trivial no és. A part també s’han de tenir 
coneixements de Servlets i JSP. Per tant, si es volia que el programador pogués 
afegir funcions a la web fàcilment, no es podia aplicar un framework i obligar-lo a 
conèixer-lo. Tot això m’ha fet veure que allò més utilitzat no sempre és la millor 
opció per al un cas concret. 
 
Per altra banda, al fer que l’aplicació fos configurable des de un fitxer XML, m’ha 
portat entrar en el món de XML. Dic món perquè des de la seva aparició, XML s’ha 
extès moltíssim. XML s’utilitza en moltes aplicacions de llenguatges de 
programació molt diversos i fins i tot en protocols de comunicació com ara 
WebServices per a transmetre informació de forma organitzada. 
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Com a conclusió final de la realització d’aquest TFC, el fet d’haver realitzat una 
aplicació web poc comuna ha implicat que s’hagi hagut de fer  sense cap 
framework ja existent. Però el fet de crear una aplicació web configurable amb un 
fitxer XML, que permet l’execució de funcions a EJBs, es pot considerar com la 
creació d’un nou framework. 
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ANNEX II. Fitxers de configuració de l’aplicació 
Annex II.a. Descriptor web (web.xml) 
 
<?xml version="1.0" encoding="ISO-8859-1"?> 
<web-app xmlns="http://java.sun.com/xml/ns/j2ee" 
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
  xsi:schemaLocation="http://java.sun.com/xml/ns/j2ee  
         http://java.sun.com/xml/ns/j2ee/web-
app_2_4.xsd" version="2.4"> 
  <description>MetaCockpit Web Interface Descriptor</description> 
  <context-param> 
    <param-name>config_file</param-name> 
    <param-value>/WEB-INF/mc-config.xml</param-value> 
  </context-param> 
   
  <context-param> 
    <param-name>config_rules</param-name> 
    <param-value>/WEB-INF/config-rules.xml</param-value> 
  </context-param> 
   
  <listener> 
    <listener-
class>org.epsc.mc.mcwebservices.listeners.LoadConfigListener</listener-
class> 
  </listener> 
   
  <listener> 
    <listener-
class>org.epsc.mc.mcwebservices.listeners.NewSessionListener</listener-
class> 
  </listener> 
   
  <servlet> 
    <servlet-name>Controller</servlet-name> 
    <servlet-class>org.epsc.mc.mcwebservices.main.Controller</servlet-
class> 
  </servlet> 
   
  <servlet-mapping> 
    <servlet-name>Controller</servlet-name> 
    <url-pattern>/Controller</url-pattern> 
  </servlet-mapping> 
   
  <welcome-file-list> 
    <welcome-file>index.jsp</welcome-file> 
  </welcome-file-list> 
   
  <jsp-config> 
    <taglib> 
      <taglib-uri>/tags/c</taglib-uri> 
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      <taglib-location>/WEB-INF/tld/c.tld</taglib-location> 
    </taglib> 
    <taglib> 
      <taglib-uri>/tags/fmt</taglib-uri> 
      <taglib-location>/WEB-INF/tld/fmt.tld</taglib-location> 
    </taglib> 
    <taglib> 
      <taglib-uri>/tags/i18n-1.0</taglib-uri> 
      <taglib-location>/WEB-INF/tld/taglibs-i18n.tld</taglib-location> 
    </taglib> 
  </jsp-config> 
 
 <ejb-ref> 
    <ejb-ref-name>ejb/MCServer</ejb-ref-name> 
    <ejb-ref-type>Session</ejb-ref-type> 
    <home>MCKernel.MCServer.ejb.MCServerHome</home> 
    <remote>MCKernel.MCServer.ejb.MCServer</remote> 
  </ejb-ref> 
 
</web-app> 
 
 
Annex II.b. Descriptor web específic de Sun Application Server 
(sun-web.xml) 
 
<?xml version="1.0" encoding="UTF-8"?> 
<!DOCTYPE sun-web-app PUBLIC "-//Sun Microsystems, Inc.//DTD Application 
Server 8.1 Servlet 2.4//EN" 
"http://www.sun.com/software/appserver/dtds/sun-web-app_2_4-1.dtd"> 
 
<sun-web-app> 
  <context-root>/mc</context-root> 
  <ejb-ref> 
    <ejb-ref-name>ejb/MCServer</ejb-ref-name> 
    <jndi-name>ejb/MCServer</jndi-name> 
  </ejb-ref> 
</sun-web-app> 
 
Annex II.c. Descriptor web específic de JBoss (jboss-web.xml) 
 
<?xml version="1.0" encoding="UTF-8"?> 
<!DOCTYPE jboss-web PUBLIC "-//JBoss//DTD Web Application 2.3//EN" 
"http://www.jboss.org/j2ee/dtd/jboss-web_3_0.dtd"> 
 
<jboss-web> 
   <ejb-ref> 
      <ejb-ref-name>ejb/Fibo</ejb-ref-name> 
      <jndi-name>ejb/Fibo</jndi-name> 
   </ejb-ref> 
 
</jboss-web> 
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Annex II.d. XML de configuració de l’aplicació d’exemple (mc-
config.xml) 
 
<?xml version="1.0" encoding="UTF-8"?> 
 
<!-- FUNCTION PER A AUTENTICAR USUARI: id="auth" --> 
<!-- FUNCTION PER OBTENIR PERMISOS: id="getperm" --> 
 
<mc-config xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
xsi:noNamespaceSchemaLocation="mc-config.xsd"> 
  <modules> 
    <module id="kernel" class="MCKernel.MCServer.ejb.MCServer" 
homeClass="MCKernel.MCServer.ejb.MCServerHome" 
jndi="java:comp/env/ejb/MCServer" menuBundle="kernel.menu" 
titleBundle="kernel.title" descBundle="kernel.desc"> 
        <function id="executeMCQL" method="execute" 
menuBundle="kernel.execMCQL.menu" titleBundle="kernel.execMCQL.title" 
descBundle="kernel.execMCQL.desc"> 
            <parameters> 
                <parameter id="instruction" 
formBundle="kernel.execMCQL.param.inst" type="string" fieldLength="10" 
required="true" /> 
            </parameters> 
            <return returnType="string" /> 
        </function> 
    </module> 
  </modules> 
</mc-config> 
 
Annex II.e. Fitxer de rules del digester per al fitxer de configuració 
de l’aplicació (config-rules.xml) 
 
 
<?xml version="1.0"?> 
<digester-rules> 
    <pattern value="mc-config"> 
        <object-create-rule 
classname="org.epsc.mc.mcwebservices.model.config.Config" /> 
        <pattern value="modules/module"> 
            <object-create-rule 
classname="org.epsc.mc.mcwebservices.model.config.Module" /> 
            <set-properties-rule> 
                <alias attr-name="id" prop-name="id" /> 
                <alias attr-name="class" prop-name="ejbClass" /> 
                <alias attr-name="homeClass" prop-
name="ejbHomeClass"></alias> 
                <alias attr-name="menuBundle" prop-
name="menuBundle"></alias> 
                <alias attr-name="titleBundle" prop-
name="titleBundle"></alias> 
                <alias attr-name="titleBundle" prop-
name="descBundle"></alias> 
            </set-properties-rule> 
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            <pattern value="function"> 
                <object-create-rule 
                    
classname="org.epsc.mc.mcwebservices.model.config.Function" /> 
                <set-properties-rule> 
                    <alias attr-name="id" prop-name="id"></alias> 
                    <alias attr-name="method" prop-name="method"></alias> 
                    <alias attr-name="menuBundle" prop-
name="menuBundle"></alias> 
                    <alias attr-name="titleBundle" prop-
name="titleBundle"></alias> 
                    <alias attr-name="descBundle" prop-
name="descBundle"></alias> 
                </set-properties-rule> 
                <pattern value="parameters/parameter"> 
                    <object-create-rule 
                        
classname="org.epsc.mc.mcwebservices.model.config.Parameter"></object-
create-rule> 
                    <set-properties-rule> 
                        <alias attr-name="id" prop-name="id"></alias> 
                        <alias attr-name="type" prop-name="type"></alias> 
                        <alias attr-name="fieldLength" prop-
name="fieldLength"></alias> 
                        <alias attr-name="formBundle" prop-
name="formBundle"></alias> 
                        <alias attr-name="required" prop-
name="required"></alias> 
                    </set-properties-rule> 
                    <set-next-rule methodname="addParameter" 
paramtype="org.epsc.mc.mcwebservices.model.config.Parameter"></set-next-
rule> 
                </pattern> 
 
                <pattern value="return"> 
                    <object-create-rule 
                        
classname="org.epsc.mc.mcwebservices.model.config.Return"/> 
                    <set-properties-rule> 
                        <alias attr-name="returnType" prop-
name="returnType"></alias> 
                        <alias attr-name="bundle" prop-
name="bundle"></alias> 
                    </set-properties-rule> 
                    <pattern value="property"> 
                      <object-create-rule 
classname="org.epsc.mc.mcwebservices.model.config.Property"/> 
                      <set-properties-rule> 
                        <alias attr-name="bundle" prop-
name="bundle"></alias> 
                        <alias attr-name="property" prop-
name="property"></alias> 
                      </set-properties-rule> 
                    </pattern> 
                    <set-next-rule methodname="setReturn" 
paramtype="org.epsc.mc.mcwebservices.model.config.Return"/> 
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                </pattern> 
                <set-next-rule methodname="addFunction" 
paramtype="org.epsc.mc.mcwebservices.model.config.Function"/> 
            </pattern> 
            <set-next-rule methodname="addModule" 
paramtype="org.epsc.mc.mcwebservices.model.config.Module"/> 
        </pattern> 
    </pattern> 
</digester-rules> 
 
 
