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Abstract 
Sorts are incorperated into RELFUN as distinguished unary predicates usable as first-
class citizens. Inheritance is integrated into the unification process via a taxonomy 
defined by a partial-order relation on the sorts. Sort knowledge describes which 
individuals belong to a sort (ABOX) and which order dependencies exist between the 
sorts (TBOX). This special knowledge should be recognizable as such. The seperation 
can be reached by a special (second-order) predicate subsumes or by partitioning 
the knowledge base. Focusing on partitioning, we can choose a dynamic (run-time) 
or static (compile-time) model for the unification involving sorted terms. In the 
static model aprecompiler generates an internal structure representing the refiexive-
transitive sort closure and the defined individuals of each sort. Using this structure, 
unification is reduced to list intersectiom (sort-sort unification, succeeding with the 
gib) 01' a membership test (sort-individual unification). It also provides elementary 
validation operations for taxonomy acylicity, unique glb's, and the equivalence of 
intensional (TBOX) and exensional (ABOX) glb's. 
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Strukturierungstechniken haben in der modernen Programmierung immer mehr an 
Bedeutung gewonnen. Datentypen sind mittlerweile Bestandteil fast jeder prozedu-
ralen Sprache [Wir85]. Objekt-orientierte Sprachen wie etwa SmallTalk[GR85], die 
auf dem Konzept der Klassenhierarchien aufbauen, verbreiten sich zunehmend. Auch 
in Anwendungen, z.B. Spracherkennung oder Automatisches Beweisen, bedient man 
sich mehr und mehr des Typ-Konzepts. Strukturierung erscheint für größere Soft-
wareanwendungen nicht mehr nur wünschenswert, sondern sogar unabdingbar. Auf 
der anderen Seite bietet sich für komplexere Programme die deklarative Program-
mierung, etwa im Sinne von purem PROLOG, aus Gründen der Erweiterbarkeit 
und Lesbarkeit an. Daher halten Typ-Konzepte auch verstärkt Einzug in die logi-
sche Programmierung. Die flexible Integration "mehrstufiger Typen" (Sorten) in die 
relational-funktionale Sprache RELFUN [BEH+93] ist das Thema dieser Arbeit. 
Konzeptionell werden Individuen (mit gleichen Eigenschaften) zu je einer Sorte 
zusammengefaßt. Sorten werden zunächst extensional beschrieben, d.h. alle Indivi-
duen der Sorten werden explizit aufgezählt und dann extensional oder intensional 
benutzt. Durch die Einführung von Sorten kann das Behauptungswissen (Wissen 
bzgl. des Anwendermodells)1 strukturiert werden: auf der Menge der Sorten wird 
eine explizite Ober-jUntersorten-Relation definiert, wodurch eine partielle Ordnung 
("order-sorted") entsteht. Man erhält so ein neues Abstraktionsniveau, welches durch 
die Sorten beschrieben und benannt wird [Mey94]. Damit steigt bei der Abarbeitung 
von Regeln mit Typrestriktionen die Effizienz, da sich der Suchraum bei der Lösungs-
findung drastisch reduziert[Wa184, Bei87, Sti83]. Benutzt man getypte Variablen (d.h. 
Variablen, die nur an Elemente einer gegebenen Sorte gebunden werden können) im 
Kopf einer Regel, wird nur versucht die Regel anzuwenden, wenn die Argumentterme 
von den entsprechenden Sorten sind. In diesem Sinn kann man Sorten als Constraints 
betrachten [Tsa94]. Aus der Sicht von KL-ONE [BS85] entspricht eine hier direkt zu 
definierende Sortenhierarchie einer Taxonomie, wie sie eine vorgeschaltete J(lassifi-
kation aus einer Menge intensionaler Konzept- oder Sortendefinitionen automatisch 
1 Formal soll als Behauptungswissen das gesamte Wissen, das weder die Taxonomie beschreibt 
noch Sorten instantiiert, bezeichnet werden. 
2 
produzieren könnte 2. Analog könnte die Zuordnung von Individuen zu Sorten durch 
eine vorgeschaltete Realisation im Sinne von KL-ONE automatisiert werden. Es stellt 
sich aber heraus, daß von diesem Ausgangspunkt aus eine Reihe weiterer interessan-
ter Problemstellungen existieren sowie Dienstleistungen und Inferenzen einführbar 
sind, wie dies z.T. schon in LIFE [AKP, AK88] gezeigt wurde. 
Für die Erweiterung der Unifikation zur Sortenunifikation benötigt man: 
1. einen Test, der prüft, ob ein Individuum zu einer Sorte gehört. Über die partielle 
Ordnung, die auf den Sorten definiert wurde, kann man diese Instanzenprüfun-
gen von Sorten prinzipiell nach "unten" oder "oben" (wir werden die Richtung 
nach "unten" benutzen, d.h. "rückwärts" schließen) weiterreichen. 
2. eine G LB-Berechnung (greatest lower bound, Infimum), welche die größte ge-
meinsame Untersorte von zwei gegebenen Sorten bestimmt. Diese kann dyna-
misch (ModelLl, ModelL2) oder statisch (ModeIL3) erfolgen. 
In deklarativen Sprachen wie RELFUN kann man Sorten nach dem Muster endli-
cher Domänen als First-Class Citizens einführen [BoI94]; das bedeutet, Sorten werden 
in die Sprache in natürlicher Weise als vollwertige Objekte integriert, indem man sie 
weitgehend wie gewöhnliche Terme behandelt. Man kann sie z.B. an logische Varia-
blen binden und als Funktionswert zurückgeben (siehe Kapitel 2). 
Auf die möglichen Anforderungen an die Ordnung, die die Taxonomie beschreibt, 
und an die Interpretation der Sorten wird kurz in Kapitel 3 eingegangen. Ansch-
ließend werden die bei den Modelle mit dynamischer GLB-Berechnung vorgestellt. 
ModelLl benutzt ein second-order Prädikat, subsumes, und Modell~ verwendet 
Partitionierung zur Abgrenzung des Sortenwissens vom Behauptungswissen (siehe 
Kapitel 4). ModelL3 ist eine Modifikation des zweiten Modells. Es benutzt eine effi-
zientere statische GLB-Berechnung. In Anhang C wird ein realistisches Beispiel aus 
dem Bereich recyclingrelevanter Materialien, RTPLAST [Buh94], gezeigt. 
2Diese Arbeitsteilung wurde z.B. in COLAB [BHHM93] an der TAXON-CONTAX-Schnit.tstelle 
zur Constraintpropagierung über hierarisch strukturierten Domänen erprobt. 
3 
Kapitel 2 
Sorten als First-Class Citizens 
In RELFUN werden Sorten als unäre Prädikate aufgefaßt, die auf besondere Weise 
definiert und benutzt werden. 
Um ein Prädikat als Sorte zu benutzen, wird einfach eine Variante seines N a-
men verwendet; es gibt also keine getrennte Deklaration1 der Sorten. Um die Sorten 
(-namen) von Konstanten (kein Präfix) und Variablen (,,_"-Präfix bzw. großer An-
fangsbuchstabe) unterscheiden zu können, zeichnet man Sorten mit einem neuen 
Präfixzeichen (,,$") aus. 
dog ist eine Konstante 
_dog oder Dog ist eine Variable 
$dog ist eine Sorte 
Defaultmäßig sind Variablen in RELFUN nicht typisiert; jetzt können sie durch 
einen" :"- Infix getypt werden, also in ihrem Wertebereich eingeschränkt werden. 
X $dog Die Variable X kann nur noch Werte der Sorte $dog annehmen. 
Eine Sorte $S1 subsumiert eine Sorte $S2, wenn die Sorte $S1 alle Individuen der 
Sorte $S2 (und evtl. zusätzliche Individuen) enthält. Mit anderen Worten, die Sorte 
$S2 ist spezieller als die Sorte $S1. Über diese Subsumtionsrelation kann man die 
Sorten in Beziehung zueinander setzen und erhält so eine Taxonomie. Es erscheint 
natürlich, diese Taxonomie mittels Hornregeln, für die entsprechenden Prädikate, zu 
definieren. 
veb(X) : - dog(X) wobei die Prädikate veb (als Abkürzung von vertebrate) und dog 
die Sorten $veb und $dog beschreiben. Die Regel drückt dann aus, daß $dog 
eine direkte Untersorte von $veb ist. 
Allerdings sind so die subsumtionsbeschreibenden Regeln für taxonomische Prädika.te 
nicht mehr unterscheidbar von DATALOG-Regeln mit einer Prämisse für gewöhnliche 
unäre Prädikate. Dies ist für die (effiziente) Verwaltung der Sorten jedoch notwendig 
I Sorten werden hier nur implizit deklariert, d.h. wenn der Bezeichner einer Sorte erstmals auftritt, 
ist aus dem Text des Bezeichners bzw. aus der Stelle des Programms, an der er auftritt, eindeutig 
erkennbar, wie die fehlende Deklaration lauten müßte. 
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(siehe Kapitel 4). Um eine Unterscheidung zu erreichen, kann man das Wissen partio-
nieren, d.h. die taxonomischen Regeln in eine gesonderte Partition auslagern (hier: 
zur bisherigen operatorbase mit dem Behauptungswissen gibt es eine sortbase 
mit Sortenwissen) und/oder statt mit Hornregeln durch ein ausgezeichnetes "second-
order" Prädikat (hier: subsumes2 ) beschreiben (siehe Abbildung 2.1). 
subsurnes (veb, dog). Man beachte, daß $dog als Untersorte von $veb definiert 
wird3 . 





Operatorbase effiziente Modell_1 
Verwaltung 
Operatorbase Mode 11_2 Modell _1&._2 
Sortbase 
Abbildung 2.1: Zwei unabhängige Dimensionen zur Trennung des Sortenwissens (sort-
basel subsumes-Prädikat) vom Behauptungswissen (operatorbase/ normale Prädika-
te) 
Gleich welche Notation man wählt, wird in der ausgezeichneten Partition bzw. 
innerhalb des ausgezeichneten second-order Prädikates auf die textuelle Unterschei-
dung ($-Präfix) von Konstanten und Sorten verzichtet. Man kann vereinbaren, daß 
alle unären Prädikate der Sortenpartition bzw. die Argumente der subsumes-Klauseln 
für die spätere Verwendung mit einem $-Präfix gedacht sind . 
In der Hornnotation können Sorten sowohl intensional als auch extensional be-
nutzt werden. Intensionaler Gebrauch von Sorten soll hier bedeuten, daß Sorten 
als geschlossene Lösungen geliefert werden (X is $dog bindet4 X an $dog; genau-
so pet (X), falls das Behauptungswissen pet(':': $dog) gespeichert ist). Unter ex-
tensionalem Gebrauch wird hier das Aufzählen der Individuen des Sortenprädikats 
verstanden (dog(X) bindet X an fido und lassy, falls das Sortenwissen dog(fido) 
und dog(lassy) gespeichert wurde) . Führt man ein spezielles second-order Prädikat 
subsurnes zur Beschreibung der Sortenbeziehungen ein, erreicht man zwar eine Ab-
grenzung zum Behauptungswissen, gleichzeitig wird aber der Gebrauch von Sorten 
i.a. auf intensionale Art beschränkt5 . 
2 subsumes ist ein binäres Prädikat der Prädikatenlogik 2. Stufe über unäre Prädikate 1. Stufe 
3subsumes-Notation und Hornregel-Notation sind gerichtet in dem Sinn, daß erkennbar ist , was 
Ober- und was Untersorte ist. . 
4is unifiziert i.A. seine linke und rechte Seite. 
5Da die Individuen mittels unärer Fakten den Sorten zugeordnet werden, können die Sorten , 
für die Individuen definiert werden extensional , benutzt werden . Allerdings werden dann nur die 
Individuen aufgezählt , die (direkt) für diese Sorte definiert wurden, da subsurnes (P, Q) anders als 
p(X) : - Q(X) nicht für (indirekte) Folgerungen ausgenutzt wird. 
5 
Wünschenswert ist es jedoch, Sorten sowohl intensional als auch extensional nut-
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furry (X) : _ X is $manunal. 11 furry (X) : - X is $manunal . I 
oder Operalorbase 
furry(X) :- rnammal(X). 
Abbildung 2.2: Die Sortentaxonomie (sort taxonomy) wird hier einmal mit subsurnes-
Notation und einmal mit Hornregeln beschrieben. Die Wurzel $veb bildet die all-
gemeinste Sorte der Taxonomie. Nach "unten" werden die Sorten immer spezi-
eller. Die Zuweisung der Individuen zu einer Sorte (sort instantiation) geschieht 
in beiden Fällen über unäre Prädikate. Die Behauptungsregel "Alle Säugetiere 
haben Fell" (furry(X) : - X is $mammal, hier wäre auch furry(X : $mammal) 
möglich) in der Operatorbase kann nur im Fall der Hornregelnotation furry(X) 
mammal (X) extensional benutzt werden. 
Eine zweite Möglichkeit der Abgrenzung besteht in der Strukturierung des Wis-
sens mittels Partitionierung. Die Einteilung des Wissens in Partitionen ergibt sich 
aus dem inhaltlichen Zusammenhang. So erhält man eine Partition mit Behaup-
tungswissen operatorbase und eine Partition mit dem zusätzlichen "Sortenwissen"6 
sortbase. Dabei können die operatorbase und die sortbase noch weiter unter-
gliedert sein. Die sort base könnte noch in Taxonomisches- / und Instantiierungs-
(KL-ONE: assertionales) Wissen unterteilt werden. Da sich die Notation des 
Taxonomisches- / und Instantiierungs-Wissens eindeutig unterscheidet (Instantiie-
rungen: unäre Fakten; Taxonomien: binäre Fakten [subsumes-Notation] oder unäre 
DATALOG-Regeln mit einer Prämisse), ist diese weitere Partitionierung zum Zweck 
der Trennung verschiedenartigen Wissens nicht nötig. Bei dem Partitionskonzept 
ist zu beachten, daß Wissen auf keinen Fall überschrieben werden darf, also die ver-
schiedenen Partitionen disjunkt sein müssen. Dies wird durch die Voraussetzung, daß 
gleichnamige Prädikate nur in einer Partition definiert werden dürfen , sichergestellt 
(siehe Abbildung 2.3). 
6Sor tenwissen definiert die Sortenhierarchie und die Instantiierung der darin enthaltenen Sorten. 
6 
Man beachte, daß durch eine Unterscheidung in verschiedenartiges Wissen der 
Benutzer stets wissen muß, was als Sortenwissen und was als Behauptungswissen 
definiert wurde. Außerdem ergibt sich, bei der Erstellung der Wissensbasis, die Fra-
ge, welche unären DATALOG-Prädikate überhaupt taxonomisch wertvoll sind, d.h 
berechtigt sind als Sorte modelliert zu werden[NG94]. Hier bedeutet das, welches 
Wissen gehört in die sortbase bzw. muß mit subsumes-Fakten beschrieben werden. 
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Abbildung 2.3: Die Klausel yellow(X) : - cab(X) gehört sicherlich zum Behaup-
tungswissen. yellow(X) : - canary(X) dagegen könnte man inhaltlich dem Behaup-
tungswissen oder dem Sortenwissen zuordnen. Dadurch, daß das Prädikat yellow 
aber bereits in der Operatorbase definiert ist, muß auch yellow(X) canary (x) 
in die Operatorbase aufgenommen werden. 
Die Individuen einer Sorte werden explizit aufgezählt. Dies geschieht durch unäre 
Fakten: 
dog(lassy) Das Individuum lassy wird der Sorte $dog zugewiesen. 
Dabei werden Individuen von Sorten an ihre übergeordneten Sorten weitergereicht: 
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veb(lassy). Mit obiger Instanzenzuweisung muß das Individuum lassy nicht mehr 
explizit für die Sorte $veb angegeben werden, da lassy bereits als Individuum 
von $dog definiert wurde und $dog eine Untersorte von $mammal und diese 
wiederum eine Untersorte von $veb ist (siehe Abbildung 2.3). 
Eine Sorte repräsentiert alle Indi vid uen ihrer Untersorten und zusätzlich noch die 
Individuen, die direkt für diese Sorte definiert wurden. 
Man beachte, daß die Sorten hier extensional (durch Aufzählen der Individuen) 
beschrieben werden. Potentiell unendlichen Sorten können also nicht beschreiben 
werden. 
Sorten werden in RELFUN auf natürliche Weise integriert, was bedeutet, daß sie 
genauso wie "gewöhnliche" Terme verwendet werden. Sie können also an 
• eine logische Variable gebunden werden 
• als Wert einer Funktion zurückgegeben werden 
• anonym als Argument eines Literals oder in einer Struktur auftreten 
Um Sorten als solche First-Class Citizens[Bol94], d.h. vollwertige Sprachobjekte, ein-
zubauen, muß die Unifikation zu einer ordnungssortierten Unifikation erweitert wer-
den. Die Sorteninformation soll während der Unifikation benutzt werden [BBDV91]. 
Unifikation von Sorten (o.B.d.A wird Sorte als 2. Term benutzt): 
1. Term 2. Term Unifikationsergebnis 
VAR $PRED $PRED mit Seiteneffekt VAR : $PRED 
CONST $PRED CONST wenn CONST Individuum der Sorte $PRED, 
d.h. PRED(CONST) gilt 
unbekannt, sonst 
dom[Cl ... Cn ] $PRED dom[C; ... C:n] mit C; ... C:n sind Individuen der Sorte 
und Vi E {I ... m} 3k E {I ... n} : C; = Ck 
unbekannt, sonst 
exc[Cl .. . Cn ] $PRED verboten 
$PRED l $PRED2 $PRED3 wobei $PRED3 GLB($PRED l , $PRED2 ) ist 
Bei der Unifikation einer freien Variablen mit einer Sorte wird die Variable in 
ihrem Wertebereich eingeschränkt, d.h. getypt. Ist die Variable bereits gebunden. 
verhält sich die Unifikation entsprechend dem Inhalt der Variable. Unifiziert man 
zwei Sorten, wird von allen gemeinsamen Untersorten (common lower bounds) die 
8 
allgemeinste/ größte Untersorte (GLB - greatest lower bound, Infimum) zum Ergebnis 









Abbildung 2.4: Hier wird $cat vom Benutzer als G LB der Sorten $carni vore und 
$mammal definiert. 
X is $mammal, X lS $carni vore Die Variable X wird zunächst an die Sorte $mamrnal 
und mit der zweiten Zuweisung an die Sorte $carni vore gebunden. Hier müssen 
die Sorten $mammal und $carnivore unifiziert werden. Das Ergebnis der Uni-
fikation ist der G LB $cat dieser Sorten. 
Man kann endliche Sorten8 als benannte endliche Domänen9 verstehen. Wird also 
eine endliche Domäne mit einer (endlichen) Sorte unifiziert, wird der Schnitt zwi-
schen der endlichen Domäne und der Sorte gebildet. Als Resultat erhält man eine 
neue endliche Domäne mit denjenigen Elementen der ursprünglichen Domäne, die 
gleichzeitig auch Individuen der Sorte sind. In dem Spezialfall einer Konstanten (ein-
elementige endliche Domäne) ist die Unifikation nur erfolgreich, wenn die Konstante 
ein Individuum der Sorte ist. 
X lS $dog, X lS dom[fido, fifi, lassyJ unifiziertmitX = dorn[fido, lassyJ. 
X is $dog, X lS fido unifiziert mit X = fido. 
Die Unifikation einer endlichen Exklusion ("negierte" endliche Domäne) [BoI94] 
mit einer potentiell unendlichen Sorte stößt auf große Implementationsprobleme, 
trotzdem müßte man bei endlichen Sorten eine solche Unifikation erlauben lO . Natürlich 
sollen sich unendliche und endliche Sorten gleich verhalten; deshalb muß hier auf die 
Unifikation von endlichen Sorten mit Exklusionen verzichtet werden ll . 
7Da der GLB zweier disjunkter Sorten nicht existiert, scheitert eine entsprechende Unifikation. 
8Letztlich kann man nur endliche Sorten beschreiben, da Sorten extensional definiert. werden. 
9Endliche Domänen sind verwandt mit endlichen Mengen und Aufzählungstypen . 
lOWenn man endliche Sorten als benannte Domänen versteht, muß folglich auch die Unifikation 
endlicher Sorten mit Exklusionen erlaubt sein (endliche Domänen sind mit Exklusionen unifizierbar 
[BoI94]). 
11 Im Rahmen dieser Arbeit wurden zwar nur endliche Sorten implementiert, doch die Erweiterung 




Für die Sortenunifikation ist die GLB-Berechnung elementar. Damit diese sinnvoll ist, 
müssen einige Bedingungen an die Ordnung, die die Hierarchie der Sorten aufbaut 
und an die Instantiierung der Sorten, die durch das assertionale Wissen gegeben ist, 
erfüllt sein. 
3.1 Bedingungen an die Ordnung über den Sor-
ten 
Um von einer Sorte auf die nächste schließen zu können, muß die Ordnung auf Sorten 
• Thansitivität (z.B. subsurnes (veb, mammal) und subsurnes (mammal , dog) 
-+ subsumes(veb, dog») 
erfüllen. Außerdem sollte die Taxonomie 
• Zyklenfreiheit 1 (z.B. subsumes(veb1 , veb2 ) und subsumes(veb2 , veb1 ) -+ 
veb1 = veb2 [= hier im Sinne von identisch]) 
aufweisen, denn daraus resultiert u.a. das praktische Problem von Endlosschleifen bei 
der Berechnung des G LB 's zweier Sorten 2 . Doch nicht nur aus praktischen sondern 
auch aus semantischen Gründen sollte man Zyklen verbieten. Wa.s bedeutet, daß eine 
Sorte zugleich Sub- und Supersorte einer Sorte ist? 
Jedoch ist ein Sonderfall der Zyklen nähmlich die 
• Schlaufen3 (z.B. subsurnes (veb, veb») 
1 Zyklenfreiheit wird in der Literatur auch oft als Antisymmetrie bezeichnet . 
2 Allerdings kann man durch Mitprotokollieren der bereits betrachteten Sorten bei dieser Berech-
nung Endlosschleifen erkennen. Will man diesen zusätzlichen Aufwand verhindern, muß man eine 
zyklenfreie Taxonomie fordern. 
3Schlaufen werden in der Literatur auch oft durch die Eigenschaft der Reflexsivität. beschrieben. 
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semantisch betrachtet anschaulich. 
Ist die verwendete Ordnung über den Sorten eine partiellen Ordnung, sind genau 
diese Restriktionen erfüllt! 
Wei ter kann man 
• Eindeutigkeit 





Abbildung 3.1: Mehrdeutige Taxonomie 
Mehrdeutige Taxonomien entstehen häufig dadurch , daß die Hierarchie unter ver-
schiedenen Gesichtspunkten aufgebaut wird . Hier z.B. werden die Sorten, die un-
ter einem biologischen Aspekt Fortpflanzung gebildet wurden ($ spec i al-mammal , 
$normal-bird), mit den Sorten, die unter dem Gesichtspunkt Fortbewegung ent-
standen sind ($walker, $flier), in eine Taxonomie aufgenommen. 
Es gibt prinzipiell mehrere Möglichkeiten zur Lösung dieses Dilemmas: 
1. Konsistent gebildete Hierarchie 
Bei der Entstehung der Taxonomie wird auf die Verträglichkeit4 der Gesichts-
punkte, unter denen die Sorten gebildet werden, geachtet. 
2. Vervollständigen 
Die Hierarchie wird nachträglich vervollständigt, d.h . es werden zusätzli-
che Sorten an mehrdeutigen Stellen eingefügt. Hier z.B . kann man die Sor-
te $walker-or-flier unter $walker, $flier und über $special-marnrnal, 
$normal-bird einfügen. 
3. Lazy GLB-Evaluation 
Eine Konjunktion von Sorten (hier realisiert durch Unifikation) wird nicht so-
fort ausgefüh rt ("lazy"), sondern die beteiligten Sorten werden z.B. als endliche 
Menge mitgeführt und erst bei Anwendung auf Individuen ausgewertet. 
Ist für zwei beli ebige Sorten aus der Taxonomie kein GLB definiert, könnte man 
dies auch durch Einführen einer leeren Sorte als GLB ausdrücken . So wird gewähr-
leistet, daß genau ein GLB für zwei beliebige Sorten definiert wurde (unterer Halb-
verband/ inf-Halbverband/ meet-semi-lattice) . 
4 Die Frage, welche Gesichtspunkte verträglich sind, ist eng mit der Frage, welche Prädikate 









subsumes(dog, bottom) . 
subsumes(horse, bottom) . 
subsumes(cat, bottDm) . 
subsumes(goldfish, bottom) . 
subsumes(canary, bottom) . 
Abbildung 3.2: Unterer Halbverband 
3.2 Bedingungen an die Instantiierung der Sor-
ten 
Da Sorten hier als logische Sprachelemente implementiert werden sollen, ist es nötig, 
• Striktheitj Bewohntheit 
zu fordern, d.h. jede Sorte beschreibt mindestens ein Individuum 5,6. Es gibt a.uch 
Ansätze [Wei94] in denen Sorten nicht-strikt sein müssen. Dabei wird die sortierte 
Unifikation um einen Checker erweitert, der testet, ob das Ergebnis einer Unifikation 
zweier Sorten die leere Sorte ist. 
Weiter sollte die Instantiierung die 
• Vollständigkeie 
erfüllen, d.h. der intensionale Schnitt zweier Sorten (GLB) ist gleich dem extensio-
nalen Schnitt, das ist der Schnitt über der Menge von Instanzen, die durch die Sorte 
repräsentiert werden. Je nach Instantiierung der Sorten kann die Kommutativität 
von U nifikationskonj unktionen verletzt werden. 
Der intensionale Schnitt in Abbildung 3.3 der Sorten $a und $b liefert die Sorte 
$c. Betrachtet man den extensionalen Schnitt von $a und $b, erhält man die Men-
ge {2,3}, die der Instantiierung {3} der Sorte $c widerspricht. Benutzt man den 
benutzerdefinierten GLB $c dennoch fälschlicherweise als GLB, so liefern folgende 
Konjunktionen von Literalen eine Kommutativitätsverletzung bei einer Links-Rechts-
Abarbeitung: 
• X is $a, X is $b, X is 2 -t Unifikation scheitert. 
• X is $a, X is 2, X is $b -t Unifikation erfolgreich. 
5Denn sonst könnte man das extralogische Prädikat var aus PROLOG realisieren.vadX) : - X 
is $a . wobei die Sorte $a nicht-strikt (unbewohnt) ist. Falls die Variable X an irgendeinen (nicht 
variablen) Wert gebunden ist (inklusive $a), wird ein FAlL ausgelöst; ist die Dereferenzierung von 
X frei, ist die Regel erfolgreich. 
6Erlaubt man nicht-strikte Sorten, kann nicht garantiert werden, daß das Herbrand-Universum 
nicht leer ist. Das führt zu einem ModelIierungsfehler [CGH94] . 




: c : 
, , 
· · ·· ·4·· . -.. ~ ...... .... ... .. ..". 
, , 
(l,2,3) {3} {2,3,4} 
subsurnes (a, c) . 
subsumes(b,c) . 
a(l) . 
a (2) . 
b(2) . 
b(4) . 
C (3} . 
Abbildung 3.3: Unvollständige Taxonomie 
Man beachte, daß durch die Voraussetzung der Vollständigkeit auch die Bedin-
gung der Eindeutigkeit gewährleistet ist, da der extensionale Schnitt eindeutig ist: 
All diese Voraussetzungen sind bei einer sauberen Modellierung automatisch 
erfüllt, könnten aber bei inkrementellem Aufbau der Taxonomie entstehen. Unbe-
dingt erfüllt sein müssen aus logischer und semantischer Sicht die Restriktionen 
Striktheit und Zyklenfreiheit. In Spezialfällen könnte man eventuell auf Vollständig-
keit und Eindeutigkeit verzichten. Es ist vorstellbar, daß der definierte GLB aus 
semantischen Gründen nicht unbedingt gleich dem extensionalen Schnitt sein muß, 
nur sollten sich Benutzer und Entwickler über die Folgen im klaren sein. Ist die 
Eindeutigkeit verletzt, es gibt also "mehrere GLB's", wird bei der hier vorgestellten 
Implementierung, der zuerst gefundene GLB zurückgeliefert. Welcher GLB zuerst 
gefunden wird, ist jedoch von der Reihenfolge der taxonomiebeschreibenden Regeln 




4.1 Modell_I: Gemeinsame Sorten-jOperatorbasis 
mit subsumes-Prädikat 
In diesem ersten Modell existiert nur eine Partition, in der das gesamte Wissen ge-
sammelt ist. Wie bereits erwähnt, ist es sinnvoll, das Sortenwissen vom Behauptungs-
wissen abzugrenzen[BBDV91]. 
Beispiel: 
WB: veb(X) : - mammal(X). 
mammal(X) :- dog(X). 
veb(X) :- fish(X). 
fish(X) :- gOldfish(X). 
mammal(X) :- furry(X). 
furry(X) :- hair_all_over(X). 
haiLalLover (x) : - haiLOnJlead (X), haiLon_body (x) . 
hair _onJlead (j ohn) . 
Zeichnet man die taxonomiebeschreibenden Regeln nicht aus, sondern bett"ach-
tet alle einprärnissigen DATALOG-Regeln über unäre Prädikate als solche, wird das 
Prädikat furry als Untersorte der Sorte $mammal verstanden. Die Berechnung der An-
frage $mammal is $fish (entsprechend glb(mammal,fish)) wächst dann kombina-
torisch. Es wird nicht nur versucht, gl b (dog, f ish) zu berechnen, sondern zusätzlich 
noch die Anfragen glb(furry,fish), glb(haiLalLover,fish), ... , bevor schließ-
lich ein FAlL ausgelöst wird. Diese Trennung des Sortenwissens vom Behauptungs-
wissen soll hier durch das spezielle second-order Prädikat subsurnes erreicht werden. 
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mammal(X) :- furry(X). 
furry(X) :- hair_all_over(X). 
haiLalLover(X) : - haiLon...head (X), haiLon_body (X) . 
haiLon...head (j ohn) . 
Durch eine Abgrenzung des Sortenwissens vom Behauptungswissen wird die Komple-
xität der Anfragebearbeitung verringert. Jetzt scheitert die gleiche Anfrage bereits 
nach wenigen Rechenschritten. 
Die GLB-Berechnung 
Der GLB wird in diesem Modell zur Laufzeit berechnet. Die GLB-Berechnung 
greatest-lower-bound( Sortl, Sort2) wird auf eine CLB-Berechnung (Berech-
nung aller gemeinsamer Untersorten von sort 1 und sort2 - Common Lower-Bounds) 
abgestützt [AKBLN89]. 
greatest-lower-bound(X, Y) :- & remove-subsumed-lbs(all-lbs(X,Y». 
& X. lb(X, x) '-
lb(X, y) 
lb(X, y) 
subsumes(X, Z) & lb(Z, V). 
subsumes(Y, Z) & lb(X, Z). 
all-lbs(X, Y) :- & remove-duplicates(tupof(lb(X,Y»). 
remove-subsumed-lbs(Lbs) 
rsl([], Rlbs) :- & Rlbs. 
rsl([Lb I Lb-rest], Rlbs) 
& rsl(Lbs, []). 
& rsl(rsll(Lb, Lb-rest), tup(Lb I rsll(Lb, Rlbs»). 
rsll(Lb, 0) :- & O. 
rsl1(Lb, [Lbl I Rest]) 
rsll(Lb, [Lbl I Rest]) 
subsumes+(Lb, Lbl) ! & rsll(Lb, Rest). 
& tup(Lbl I rsll(Lb, Rest». 
subsumes+(X,Y) :- subsumes(X,Y). 
subsumes+(X,Y) :- subsumes(X,Z), subsumes+(Z,Y). 
Bei der CLB-Berechnung Ib(Sort j , Sort2) wird mittels der subsumes-Fakten 
ein Weg zwischen sort j und sort2 gesucht. Da die subsumes-Relation nicht kom-
mutativ, sondern gerichtet ist (siehe Seite 2), existieren zwei Regeln Ib(X, V), um 
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diesen Weg zu finden. Die erste Regel scheitert, wenn das erste Argument an eine 
Sorte ohne Untersorten gebunden ist; erst dann wird die zweite Regel benutzt. Findet 
auch die zweite Regel keine gemeinsame Sorte, wird per Backtracking weiter nach 
einem Weg gesucht. Die meistens CLB's sind mehrfach herleitbar, deshalb werden die 
mehrfach auftauchenden CLB's in all-lbs mit remove-duplicates aus der Liste 
(tupof) der 1 b-Werte entfernt. 
Nachdem so alle CLB's berechnet wurden, wird aus diesen der größte/ allge-
meinste ausgewählt. Die Funktion remove-subsumed-lbs entfernt aus der Liste aller 
CLB's diejenigen CLB's, die von einem anderen CLB subsumiert werden. Dazu löscht 
rsl mit rsl1 einen CLB aus der Liste aller CLB's (Rest des 1. Arguments), wenn er 
von dem aktuell betrachteten CLB (Kopf vom 1. Arguments) subsumiert (transitiv: 
subsumes+) wird. Im 2. Argument von rsl befinden sich die "Subsumierer". Es bleibt 
noch zu prüfen ob der aktuell betrachtete CLB einen dieser Subsumierer subsumiert 
(wiederum mit rsll), gegebenfalls wird ein solch subsumierter CLB gelöscht. 
Wenn die Taxonomie eindeutig und vollständig ist, werden so alle CLB's, die 
ungleich dem GLB 1 sind , entfernt. 
constant-in-sort(Const, Sort):- Sort(Const) &Const. 
constant-in-sort(Const, Sort):- subsumes(Sort, Subsort), 
&constant-in-sort(Const, Subsort). 
Mit der Funktion constant-in-sort wird geprüft, ob eine Konstante direkt oder 
indirekt in einer Sorte enthalten ist. Dazu muß gegebenenfalls die Untersorte gefunden 
werden, für die das Individuum definiert wurde. 
Analog wird der Test, ob eine Domäne in einer Sorte liegt, durch mehrere 
const ant- in -sort-Anfragen realisiert. 
Bei der Unifikation mit mindestens einer Sorte wird dann vom RELFUN-
Interpreter aus die entsprechende Anfrage in RELFUN selbst gestellt (siehe Anhang 
A.2). 
4.2 Modell_2: Getrennte Sorten- / Operatorbasis 
und dynamischer GLB 
Im zweiten Modell wird neben der Partition operatorbase für das Behauptungswis-
sen eine weitere Partition sortbase für das assertionale und taxonomische Wissen 
bereitgestellt. Dazu werden folgende RELFUN-Kommandos benötigt (siehe Anhang 
B) . 
• consul t-sortbase zum Laden einer Sortbase 
• sortbase zum Betrachten der Sortbase 
11m Falle einer nicht-eindeutigen Taxonomie wird die Liste "aller GLB's" zurückgegeben. 
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• destroy-sortbase zum Löschen der Sortbase 
• browse-sortbase bei Vorhandensein einer graphischen Oberfläche wird em 
Sortbrowser gestartet 
Die Idee der GLB-Berechnung bleibt aus ModelL1 erhalten. Behält man die 
subsumes-Notation trotz des spezifischen Sortenmoduls bei, ändern sich auch der 
Algorithmus zur GLB-Berechnung und der Test, ob eine Konstante als Individum 
der Sorte definiert wurde, nicht. 
Es wird im Unterschied zu ModelL1 bei der Unifikation von Sorten lediglich die 
sortbase als Suchraum benötigt (siehe Anhang A.3). 
Da die subsumes-Fakten nun nicht mehr für die Trennung der sortenbeschrei-
benden Regeln und restlichen Hornregeln (und somit auch nicht mehr für die GLB-
Berechnung) notwendig sind, kann man mit dem RELFUN-Kommmando unsubsumes 
die subsumes-Fakten in entsprechende Hornregeln übersetzen und somit alle Sorten 
auch extensional als Prädikate verwenden (siehe Anhang A.4.3). Deshalb muß der 


























>tom: $cat, tweety : $bird, young(tom) 








eats(X : $cat, $bird):- young(X). 
young (tom) . 
ope~atorbase 
cat (tom) . 
bird (tweety) . 
sortbase 
Abbildung 4.1: Bei der Unifikation von Sorten wird nur die Sort base als Suchrallm 
betrachtet, ansonsten die operatorbase und die sortbase 
Wird das taxonomische Wissen mit einprämissigen Hornregeln notiert, ändern 
sich die Algorithmen nur insofern, als der GLB die Untersorten nicht mehr mittels 
der subsumes-Fakten, sondern mit dem RELFUN clause-Blliltin2 daß für die ent-
sprechenden Regeln findet. Auch hier wird bei der Unifikation von Sorten natürlich 
der Suchraum auf die Sortbase eingeschränkt. 
2Das clause-Prädikat ist ein second-order Prädikat . Hier: c1ause(P(X) :- Q(X).) = t<=} P(X) :-




Bei der statischen GLB-Berechnung wird das Sortenwissen vorcompiliert, d.h. bei Be-
nutzung des Sortenwissens greift man auf eine effiziente, fixe, interne Datenstruktur 
zu. Dadurch können auch verletzte Restriktionen wie etwa Vollständigkeit und Ein-
deutigkeit, (siehe Kapitel 3) erkannt werden und der Benutzer bzw. der Entwickler 
kann gewarnt werden. 
5.1 Horizontale Vorcompilation 
UIJ-abhänig davon wie das Sortenwissen in der Sortbase notiert wurde, ob mit dem 
second-order Prädikat subsurnes oder durch Hornregeln, wird dieses, in mehreren 
Schri tten, in folgende interne Datenstrukt ur, eine Liste von Sortenlisten 1, überführt: 
((sorte_l (SUBSUMES .. ) (INDIVIDUALS .. ) 
(SUBSUMES* .. ) (INDIVIDUALS* .. » 
(sorte_n (SUBSUMES .. ) (INDIVIDUALS .. ) 
(SUBSUMES* .. ) (INDIVIDUALS* .. » ) 
Eine Sortenlisten beschreiben eine Sorte vollständig. 
Die SUBSUMES- Liste enthält alle direkt definierten Untersorten der Sorte. Für alle 
Terminalsorten ist sie bis auf das Schlüsselwort SUBSUMES leer. In der nächsten Liste 
(INDIVIDUALS-Liste) befinden sich alle für diese Sorte direkt definierten Individuen. 
Auch diese Liste kann bis auf das Schlüsselwort INDIVIDUALS leer sein. In der Sor-
tenhierarchie bestehen Abhängigkeiten unter den Sorten bzgl. der Instanzierung, daß 
soll heißen das z.B. $veb seine Individuen nur in Abhängigkeit von den Individuen 
der Sorte $mammal bestimmen kann. Eine solche A bhängigkei tschicht der Taxonomie 
lSortenliste: (sortenname (SUBSUMES .. ) (INDIVIDUALS .. ) (SUBSUMES* .. ) (INDIVIDU-
ALS* .. )) 
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kann man als "Stratum" sehen. Unter der stratifizierten Liste der Taxonomie soll hier 
eine Liste der Sorten, deren Reihenfolge die Abhängigkeiten der Sorte wiederspiegelt, 
verstanden werden . 
• (dog horse cat goldfish canary mammal fish bird pet) ist die stratifi-
zierten Liste der vertebrate-Taxonomie 
Aus der SUBSUMES-/ INDIVIDUALS-Liste und der "stratifizierten" Liste der Taxo-
nomie wird die reflexive, transitive Hülle bezüglich der Untersorten und Individuen 




Zuerst wird aus der Partition mit Sortenwissen sortbase für jede Sorte eme 
reduzierte Sortenliste erstellt. 
((sorte_1 (SUBSUMES .. ) (INDIVIDUALS .. » 
(sorte_n (SUBSUMES .. ) (INDIVIDUALS .. » ) 
Dabei werden alle mehrfach aufgezählten Individuen und Untersorten nur einmal 
in die entsprechende Liste aufgenommen. 
2. Schritt 
Zunächst werden die reduzierten Sortenlisten um die SUBSUMES* - und 
INDIVIDUALS*-Listen erweitert. Die Sternlisten werden mit den SUBSUMES- bzw. 
INDIVIDUALS-Listen initialisiert und dann schrittweise um die indirekt definierten 
Untersorten bzw. Individuen ergänzt. Dabei ist die Reihenfolge, in der die Sorten-
listen vervollständigt werden, von Bedeutung. Durch eine Abarbeitung der Sorten, 
schichtenweise der Taxonomie entsprechend, von unten nach oben, müssen die feh-
lenden Untersorten und Individuen nicht per Tiefensuche ermittelt werden, sondern 
können direkt aus den entsprechenden Stern-Listen übernommen werden. Zuletzt 
werden die SUBSUMES*- Listen aller Sorten noch entsprechend der stratifizierten Liste 
der Taxonomie sortiert. 
Es wird also für jede Sorte die stratifizierte, reflex i ve und transi ti ve Hülle bezüglich 
der Subsorten (SUBSUMES*) und die reflexive, transitive Hülle bezüglich der Indivi-
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dog(lassy) ' , 
dog (tido) , 
horse (storm) , 
Das Ergebnis der Vorcompilation ist die folgende Datenstruktur: 
( (VEB (SUBSUMES MAMMAL FISH BIRD) 
(INDIVIDUALS) 
(SUBSUMES* VEB BIRD FISH MAMMAL CANARY GOLDFISH CAT HORSE DOG) 
(INDIVIDUALS* LASSY FIDO FURY TOM GARFIELD GOLDY TWEETY)) 
(MAMMAL (SUBSUMES DOG HORSE CAT) 
(INDIVIDUALS) 
(SUBSUMES* MAMMAL CAT HORSE DOG) 
(INDIVIDUALS* LASSY FIDO FURY TOM GARFIELD)) 
(DOG (SUBSUMES) (INDIVIDUALS LASSY FIDO) 
(SUBSUMES* DOG) (INDIVIDUALS* LASSY FIDO)) 
(HORSE (SUBSUMES) (INDIVIDUALS FURY) 
(SUBSUMES* HORSE) (INDIVIDUALS* FURY)) 
(CAT (SUBSUMES) (INDIVIDUALS TOM GARFIELD) 
(SUBSUMES* CAT) (INDIVIDUALS* TOM GARFIELD)) 
(FISH (SUBSUMES GOLDFISH) (INDIVIDUALS) 
(SUBSUMES* FISH GOLDFISH) (INDIVIDUALS* GOLDY)) 
(GOLDFISH (SUBSUMES) (INDIVIDUALS GOLDY) 
(SUBSUMES* GOLDFISH) (INDIVIDUALS* GOLDY)) 
(BIRD (SUBSUMES CANARY) (INDIVIDUALS) 
(SUBSUMES* BIRD CANARY) (INDIVIDUALS* TWEETY)) 
(CANARY (SUBSUMES) (INDIVIDUALS TWEETY) 
(SUBSUMES* CANARY) (INDIVIDUALS* TWEETY))) 
Diese Vorcompilation scheitert mit einer Fehlermeldung, wenn die Taxonomie 
Zyklen enthält. Sind die restlichen Voraussetzungen nicht erfüllt, terminiert die Vor-
compilation ohne Fehlermeldung. Jedoch kann durch einfache Tests die Gültigkeit 
der Restriktionen nachgewiesen werden. Man kann mit unvollständigen oder nicht 
eindeutigen Taxonomien weiterarbeiten. Allerdings werden dabei unvollständige Ta-
xonomien nicht vervollständigt und die GLB-Berechnung wählt den textuell zuerst 
gefundenen GLB, wenn die Taxonomie mehrdeutig ist. 
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Die GLB-Berechnung ist nun auf einen einfachen Links-Rechts-Vergleich der je-
weiligen SUBSUMES*-Listen reduziert worden, da beim Vorcompilieren die SUBSUMES*-
Listen stratifiziert bzw. entsprechend der stratifizierten Liste der Taxonomie geordnet 
wurden. Dadurch ist der GLB zweier Sorten in einer eindeutigen Taxonomie gen au 
das erste gemeinsame Element der entsprechenden SUBSUMES*-Listen. Liegt eine nicht 
eindeutige Taxonomie vor, wird die Sorte als GLB zurückgeliefert, die textuell zuerst 
in der SUBSUMES*-Liste vorkommt. Wenn eine der Eingabesorten unter der anderen 
liegt, ist sie selbst der GLB; daher ist es in den SUBSUMES*-Listen notwendig, Sorten 
reflexiv als ihre eigenen Untersorten aufzuführen. 
Beispiel, daß der G LB das erste gemeinsame Element der SUBSUMES*-Listen ist: 
• X is $veb, X is $dog 
(VEB ... (SUBSUMES* VEB BlRD FlSH MAMMAL CANARY GOLDFlSH CAT HORSE 
DOG» 
(DOG ... (SUBSUMES* DOG» 
-+ TRUE, X = $dog 
• X is $dog, X is $cat 
(DOG (SUBSUMES* DOG» 
(CAT (SUBSUMES* CAT) 
-+ FAlL 
Genauso ist der Test, ob ein Individuum bzw. eine endliche Domäne zu einer Sor-
te gehört, auf einen bzw. mehrere Tests, die prüfen, ob das Individuum in der 
lNDlVlDUALS*-Liste enthalten ist, vereinfacht worden. 
Beispiel: 
• X is lassy, X is $veb 
(VEB (lNDlVlDUALS* LASSY FlDO FURY TOM GARFlELD GOLDY TWEETY» 
-+ TRUE, X = LASSY 
• X is lassy, X is $cat 
(CAT ... (lNDlVlDUALS* TOM GARFlELD» 
-+ FAlL 
• X is dom[fido,goldyJ, X is $veb 
(VEB ... (lNDlVlDUALS* LASSY FlDO FURY TOM GARFlELD GOLDY TWEETY» 
-+ TRUE, da in(fido,veb) und in(goldy,veb) X = dom[fido,goldyJ 
• X is dom[goldyJ ,X is $dog 
(DOG ... (lNDlVlDUALS* LASSY FlDO» 
-+ FAlL, da in(goldy,dog) gescheitert 
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5.2 Modell_3: Getrennte Sorten-jOperatorbasis 
und statischer GLB 
Bei ModelL3 handelt es sich um eine Erweiterung von Modell~. Anstelle der dynami-
schen GLB-Berechnung tritt eine statische GLB-Berechnung2 , wie oben beschrieben. 
Dazu wurden folgende RELFUN-Kommandos (siehe Anhang A.4.2) eingeführt: 
• compile-sortbase erzeugt aus der Sortenpartition (sortbase)3 eine interne 
Datenstruktur (siehe oben) mit direkten/indirekten Untersorten und Indivi-
duen, wobei die Sortbase selbst nicht modifiziert wird. Hierbei werden Zykel 
erkannt. 
• unique-sortbase bildet für alle Sortenpaare den intensionalen Schnitt und 
liefert eine Fehlermeldung, falls ein Schnitt mehr als eine Sorte enthält. 
• complete-sortbase vergleicht jeden extensionalen Schnitte zweier Sorten mit 
der Instantiierung des entsprechenden intensionalen Schnittes. Auch hier wird 
eine Fehlermeldung erzeugt, falls eine Abweichung festgestellt wird. 
• strict-sortbase liefert eine Fehlermeldung, wenn eine INDIVIDUALS*-Liste 
leer ist. 
Dieses Modell ist das effizienteste der vorgestellten Modelle, da die G LB-
Berechnung und der Test, ob eine Konstante als Instanz einer Sorte definiert wurde, 
auf den Vergleich von Listen reduziert wurden und nicht mehr wie in den anderen 
Modellen zur Laufzeit berechnet werden müssen. Allerdings ist es auch das unfle-
xibelste Modell. Möchte man das Sortenwissen verändern, z. B. eine Sorte oder ein 
Individuum in das Sortenwissen aufnehmen oder streichen, muß das gesamte Sorten-
wissen neu vorcompiliert werden4 . Wenn man aber von "fast" starrem Sortenwissen 
ausgeht, wie es im Normalfall vorzufinden ist, kann man diesen Nachteil zu Gunsten 
der Effizienzsteigerung (von ca. einem Faktor 125 im best-case) akzeptieren. 
Von dem um Sorten erweiterten WAM wird ebenfalls auf die hier erzeugte, interne 
Datenstruktur zugegriffen. Durch diese Erweiterung der WAM verhalten sich Sorten 
im Interpreter genau so wie im Emulator. Dieses Thema wird in einer am DFKI in 
Arbeit befindlichen Diplomarbeit behandelt. 
2Ebenso ist der Test , ob eine Konstante als Individuum einer Sorte definiert wurde , statisch. 
3Dabei ist die gewählte Notation, also Hornregeln oder Subsumes-Fakten, unwichtig. 
4Die momentane Implementierung erlaubt keine Änderung in der compilierten Sortbase-
Datenstruktur. Dies ist durch intelligente Einfüge-( Löschfunktion, die die interne vorcompilier-
te Datenstruktur verändern, erreichbar. Dazu sind die Listen SUBSUMES und INDIVIDUALS nötig ; 




In den drei vorgestellten Modellen wurden unendliche Sorten vernachlässigt. Ihre 
Integration ist aber in allen Fällen durch kleine Modifikationen möglich. 
Das Problem von ModelL! und ModelL2 besteht darin, das Behauptungswissen 
vom Sortenwissen abzugrenzen, damit eine effiziente Benutzung der Sorten erreicht 
werden kann. Erlaubt man nun auch unendliche Sorten, die durch Regeln beschrie-




Die Sorte der geraden, ganzen Zahlen wird beschrieben durch: 
even(X : $integer) :- Y is div(X, 2), Y is $integer. 
Will man eine Auszeichnung der unendlichen Sorten erreichen, sollte das in Mo-
delL! durch Einführung eines weiteren ausgezeichneten second-order Prädikates zum 
bisherigen subsumes (Sorte, Sorte) für die Taxonomiebeschreibung und in Mo-
delL2 durch weitere Partitionierung der Sortbase (in z.B. tbase [taxonomisches Wis-
sen] und abase [assertionales Wissen]) erfolgen. In ModelL3 muß man zusätzlich für 
unendlichen Sorten die internen Datenstruktur erweitern. 
Beispiel: 
((sortel (SUBSUMES .. ) (EXT-INDIVIDUALS .. ) (INT-INDIVIDUALS .. ) 
(SUBSUMES* .. ) (EXT-INDIVIDUALS* .. ) (INT-INDIVIDUALS* .. )) 
(sorte2 . . . ) 
. ) 
Dabei sind in der EXT-INDIVIDUALS-Liste (extensional beschriebene Instanzen) 
wie bisher die direkt angegebenen Individuen und in der INT-INDIVIDUALS-Liste (in-
tensional beschriebene Instanzen) die neuen, durch Regeln beschriebenen Individuen 
bzw . die Prädikatnamen der beschreibenden Regeln aufgelistet. Analog zu der bishe-
rigen Datenstruktur ist dann die EXT-INDIVIDUALS*-Liste bzw. INT-INDIVIDUALS*-
Liste die transitive, reflexive Hülle zu EXT-INDIVIDUALS bzw. INT-INDIVIDUALS. 
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Man beachte, daß eine Taxonomie mit unendlichen Sorten nicht auf Vollständigkeit 
überprüft werden kann. Die GLB-Berechnung bliebe unverändert und der Test, ob 
ein Individuum z; einer Sorte gehört, müßte um den Test, ob das Individuum zu 
einer unendlichen Sorte gehört, erweitert werden. Es müßte also das Individuum auf 
das Prädikat, das die unendliche Sorte beschreibt, angewandt werden. 
Eine Aufgabe der Exploration im Sinne von VEGA1 könnte darin bestehen, aus 
extensionalen Beschreibungen die zugehörige Sorte (falls existent) zu finden (z.B. 
durch nicht verallgemeinernde Antiunifikation). In der jetzigen Implementierung der 
Sorten wird z.B. die Unifikation einer endlichen Domäne mit einer Sorte auf Basis 
der Individuen durchgeführt. Das Ergebnis einer solchen Unifikation ist natürlich 
extensional. Wünschenswert i.st es aber, ei.n.e \n.ten.s\on.a\e Besc\\\:e\\:)\~\\~ 7..,\1 et\\a\\'~\\l 
ralls sie existiert. 
• X is $dog, X is dom[lassy, fido] 
-+ TRUE, X = dom[lassy, fido] 
Ebenfalls richtig und abstrakter wäre X = $dog 
Die hier verwendeten Sorten sind lediglich eine strukturierte Zusammenfassung 
von Individuen, wie sie z.B. ein KL-ONE-Classifier liefert, dabei wird auf eine vor-
ausgehende Beschreibung der Eigenschaften der Sorten verzichtet. Beschreibt man 
Sorten nicht extensional, wie bisher, sondern intensional durch die charakteristi-
schen Attribute erhält man rekord-ähnliche Datenstrukturen (Feature-Typen)[Mey]. 
Zu überlegen ist, ob die Sorten zu Feature-Typen erweitert werden sollen.Für solche 
Typen, die nicht nur durch die Sortenkonstante (Namen), sondern zusätzlich durch 
Eigenschaften definiert werden, werden eine Deklaration und ein Typ-Checker not-
wendig, die bisher bei den einfachen Sorten nicht benötigt wurden. Vorteilhaft ist 
die Zuordnung von Eigenschaften, die nicht mehr extensional jedem Objekt, sondern 
auch intensional der Sorte zugeordnet werden können. Wird eine Eigenschaft für 
einen Typ definiert, wird diese Eigenschaft an alle "subsumierten" Typen vererbt, 
ohne daß sie für diese "subsumierten" Typen definiert sein muß. 
Weiter ist zu überlegen, ob die hier beschriebene Taxonomie zu einer Termino-
logie, wie sie durch KL-ONE-artige Sprachen realisiert wird, erweitert werden soll 
[Ric89] [BBH+90]. Dazu gehört u.a. : 
• Erweiterung der Verknüpfungen von Sorten. Zusätzlich zu der bisher 
verwendeten Subsumtions-Relation und der Konjunktion (GLB), gibt es z.B. 
Disjunktion und Negation (systemdefinierte Relationen) und Rollen (benutzer-
definierte binäre Relationen). 
• Erweiterung von Sorten zu Konzepten. Konzepten liegen eine intensiona-
le Definition und eine interne Datenstruktur zugrunde (beschrieben u.a. durch 
Rollen). Also genügt für Konzepte, anders als bei Sorten, nicht mehr die Be-
schreibung durch ein Symbol. 
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((or (anonymous-p x) 
(anonymous-p y» 
environment) 
((vari-t x) (cons (list x y) environment» 
((vari-t y) (cons (list y x) environment» 
((and (dom-t x) (exc-t y» (and (dom-exc x y) environment» 
((and (exc-t x) (dom-t y» (and (dom-exc y x) environment» 
((and (dom-t x) (dom-t y» (and (dom-intersection x y) environment» 
((and (exc-t x) (exc-t y» environment) 
((and (dom-t x) (typ-t y» (and (dom-in-sort x (s-type y» 
environment» 
((and (typ-t x) (dom-t y» (and (dom-in-sort y (s-type x» 
environment» 
((dom-t x) (and (member y (cdr x) :test #'equal) environment» 
((dom-t y) (and (member x (cdr y) :test #'equal) environment» 
((exc-t x) (and (not (member y (cdr x) :test #'equal» environment» 
((exc-t y) (and (not (member x (cdr y) :test #'equal» environment» 
((and (typ-t x) (atom y» 
(and (sortbase-individualsp y (s-type x» environment» 
((and (atom x) (typ-t y» 
(and (sortbase-individualsp x (s-type y» environment» 
((and (typ-t x) (typ-t y» 
(and (mk-type (sortbase-glb (s-type x) (s-type y») 
environment» 
((or (atom x) (atom y» nil) 
(t 




(unify-args (cdr x) (cdr y) new-environment»»»» 
(defun s-type (arg) (and (typ-t arg) (cadr arg») 
(defun mk-type (sort-name) 
(when sort-name 
(and (atom sort-name) (list 'typ sort-name»» 
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(t (let ((new (unify x y environment») 




(cond ((vari-t x) 
(let ((binding (assoc x environment :test #'equal») 
(cond ((null binding) x) 
(t x») 
((dom-t (cadr binding» (mk-bnd x (cadr binding») 
((exc-t (cadr binding» (mk-bnd x (cadr binding») 
((typ-t (cadr binding» (mk-bnd x (cadr binding») 




(catch :bndclash ; thrown at directly from (recursive) ultimate-instant-rec 
(cond ((bnd-t x) 
(let ((bndnew (unify (cadr x) (caddr x) environment») 
(cond (bndnew (ultimate-instant-rec (cadr x) bndnew» 
(t 'unknown»» 
((typed-expr-t x) ; still special treatment of (exprl : expr2) 
(let ((bndnew (unify (car x) (caddr x) environment») 
(cond (bndnew (ultimate-instant-rec (car x) bndnew» 
(t 'unknown»» 
(t (ultimate-instant-rec x environment»») 
(defun ultimate-instant-rec ; could pair instantiated term with new environment 
(x environment) for bnd-bnd composition, intermediate instantiation 
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(defun sortbase-individualsp (const sort) 





(ultimate-instant (un-inst (car res)) (cadr res)))) 
(defun sortbase-glb (sort1 sort2) 





(cadr (ultimate-instant (un-inst (car res)) (cadr res))))) 
A.3 
Prinzipiell bleibt die Unifikation aus ModelL! erhalten. Es wird lediglich der Such-
raum bei der Unifikation von Sorten auf die sortbase eingeschränkt. (Die Unifikation 
einer Sorte mit einer Domäne muß nicht angepaßt werden, da sie auf die Unifkation 
mit einer Konstanten zurückgreift.) 
(defun sortbase-individualsp (const sort) 
(let ((res (and-process (list (list 'constant-in-sort const sort)) 




(ultimate-instant (un-inst (car res)) (cadr res)))) 
(defun sortbase-individualsp (sort1 sort2) 





(cadr (ultimate-instant (un-inst (car res)) (cadr res))))) 
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(let ((sort (cadadr clause» 
(subsort (caddr (cadr clause»» 
(add-sort-and-subsort sort subsort») 
((horn-sort-rel-t clause) 
(let ((sort (caadr clause» 
(subsort (caaddr clause») 
(add-sort-and-subsort sort subsort») 
((individual-assignment-t clause) 
(let ((sort (caadr clause» 
(individual (cadadr clause») 
(cond ((dom-t individual) 




(t ;individual is a constant 
(add-sort-and-individual sort 
individual»»») 
(compile1-sortbase (cdr sortbase») 
(t *subsumes-individuals*») 
;* * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 
(defun add-sort-and-subsort (sort subsort) 
(cond ((null *subsumes-individuals*) 
(initial-subsumes-individuals1 sort subsort» 
((member-tree sort *subsumes-individuals*) 
(assert-sub sort subsort» 
(t (assert-sort1 sort subsort»» 
(defun add-sort-and-individual (sort individual) 
(cond ((null *subsumes-individuals*) 
(initial-subsumes-individuals2 sort individual» 
((member-tree sort *subsumes-individuals*) 
(assert-individuals sort individual» 
(t (assert-sort2 sort individual»» 
(defun initial-subsumes-individuals1 (sort subsort) 
(setq *subsumes-individuals* 
(list (list sort (list 'subsurnes subsort) (list 'individuals» 
(list subsort (list 'subsumes) (list 'individuals»») 
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(deIun initial-subsumes-individuals2 Csort individual) 
Csetq *subsumes-individuals* 
(list (list sort (list Jsubsumes) (list Jindividuals individual)))) l 
;Asserts a sort in the *subsumes-individuals* with the subsorts of the 
; 'Subsumes-List J and asserts the subsorts in the *subsumes-individuals*, 
;if not existent yet 




(list sort (list 'subsumes subsort) (list Jindividuals))))) 
(cond ((member-tree subsort *subsumes-individuals*) t) 
(t (assert-subsort subsort»))) 
;Asserts a sort in the *subsumes-individuals* with the individual in the 
; 'individual-list' 




(list sort (list Jsubsumes) (list 'individuals individual)))} 
;Asserts a subsort in the 'subsumes-list J , if not existent yet and 
;asserts this subsort in the *subsumes-individuals*. 
(defun assert-sub (sort subsort) 
(setq *subsumes-individuals* 
(mapcar #J(lambda (list) 
(cond ((and (equal sort (car list)) 
(not (member subsort (cadr list)))) 
(list (car list) 




(cond ((member-tree subsort *subsumes-individuals*) t) 
(t (assert-subsort subsort)))) 
;Assert a subsort in the *subsumes-individuals* 




(list (list subsort 
(list 'subsumes) 
(list 'individuals))) 
;Assert an individual of the sort in the (individual-list' 
(defun assert-individuals (sort individual) 
(setq *subsumes-individuals* 
(mapcar #'(lambda (list) (cond «equal sort (car list)) 
(list (car list) 
(cadr list) 




;* * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 
(defun horn-sort-rel-t (clause) 
(= (length clause) 3) ) 
(defun individual-assignment-t (clause) 
(= (length clause) 2)) 
(defun member-tree (sort subsumes-individuals) 
(and subsumes-individuals 
(if (equal sort (caar subsumes-individuals)) t 
(member-tree sort (cdr subsumes-individuals))))) 
;************************************************************************ 
; Transitive closure : subsumes* and individuals* 
;************************************************************************ 
(defun classify-sortbase () 
;1. Add to the *subsumes-individuals* the (subsumes*-list' with the 
sorts of the (subsumes-list' and the (individual*-list' 
with the individuals of the (individual-list' 
(setq *subsumes-individuals* (extend-sub-ind-list *subsumes-individuals*)) 
;2. Add all elements from the stratified list 
a. (subsumes-list' is empty -) finished 
b. (subsumes-list' is not empty -) 
add all elements from the (subsumes-list' 
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(expand (subsumes*-list' with the (subsumes*-list' 
(of each element and (individual*-list' analogue) 
(expand-sort-list (stratify-list *subsumes-individuals*))) 
(defun extend-sub-ind-list (sub-ind-list) 
(mapcar #' (lambda (sort-list) 
(append sort-list 
(list (cons 'subsumes* (cons (car sort-list) 
(cdadr sort-list))) 
(cons 'individuals* (cdaddr sort-list))))) 
sub-ind-list)) 
;* * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 
(defvar *stratified-list* nil) 
(defun stratify-list (subsumes-list) 
(setq *stratified-list* (sort-depexpr (mk-subsumes-list subsumes-list)))) 
(defun mk-subsumes-list (sub-ind-list) 
(mapcar #' (lambda (x) (cons (car x) (cdadr x))) 
sub-ind-list) ) 
;* * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 
(defun expand-sort-list (stratified-list) 
(cond (~null stratified-list) *subsumes-individuals*) 
(t (let ((sort (car stratified-list))) 
(setq *subsumes-individuals* 
(mapcar #'(lambda (sort-list) 




(expand-sort-list (cdr stratified-list)))))) 
(defun expand-sub*-ind* (sort-list) 
(let ((sort (car sort-list)) 
(sub-list (get-sub-list sort-list)) 
(ind-list (get-ind-list sort-list)) 
(sub*-list (get-sub*-list sort-list)) 
(ind*-list (get-ind*-list sort-list))) 
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(list sort sub-list ind-list 
(expand-sub* sub*-list (cdr sub-list» 
(expand-ind* ind*-list (cdr sub-list»))) 
(defun expand-sub* (sub*-list sub-list) 
(cond ((null sub-list) sub*-list) 
(t (expand-sub* (append-not-twice sub*-list 
(get-sub*-list 
(cdr sub-list»») 
(defun expand-ind* (ind*-list sub-list) 
(cond ((null sub-list) ind*-list) 
(get-sort-list *subsurnes-individuals* 
(car sub-list»» 
(t (expand-ind* (append-not-twice ind*-list 
(get-ind*-list 
(cdr sub-list»») 




(let ((sort-list (car sub-ind-list») 
(cond ((equal (car sort-list) sort) sort-list) 
(t (get-sort-list (cdr sub-ind-list) sort»»» 
(defun get-sub*-list (sort-list) 
(cadddr sort-list» 
(defun get-ind*-list (sort-list) 
(car (last sort-list») 
(defun get-sub-list (sort-list) 
(cadr sort-list» 
(defun get-ind-list (sort-list) 
(caddr sort-list» 
returned )lists) start with sub/ind[*] tag 
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(defun append-not-twice (sub*-listl sub*-list2) 
(cond ((null sub*-list2) sub*-listl) 
(t (cond ((member (car sub*-list2) sub*-listl :test 'equal) 
(append-not-twice sub*-listl (cdr sub*-list2))) 
(t (append-not-twice (append sub*-listl 
(list (car sub*-list2))) 
(cdr sub*-list2))))))) 
(defun sort-list-t (sort-list sort) 
(equal (car sort-list) sort)) 
.************************************************************************.**u , , 
(defun classify-subsumes* (sub-ind-list) 
(mapcar #'(lambda (sort-list) 
(let ((sort (car sort-list)) 
sub-ind-list)) 
(sub-list (get-sub-list sort-list)) 
(ind-list (get-ind-list sort-list)) 
(sub*-list (get-sub*-list sort-list)) 
(ind*-list (get-ind*-list sort-list))) 




(defun sort-subsumes* (a b) 
(sort (copy-list a) #'(lambda (y x) (member y (member x b))))) 
A.4.2 Tools zur Prüfung der Restriktionen 
(defun all-sorts (sub-ind-list) ; select sorts from a subsumes-individuals lis 
(mapcar #'(lambda (sort-list) (car sort-list)) sub-ind-list)) 
(defun combine-all-sorts (listl list2) ; pair two lists 
(cond ((null listl) nil) 
((null list2) (combine-all-sorts (cdr listl) (cddr listi))) 
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(t (cons (list (car list1) 
(car list2)) 
(combine-all-sorts list1 (cdr list2)))))) 
;************************************************************************** 
; Check the taxonomy for completeness (intensional gIb = extensional gIb) 
;************************************************************************** 
(defun complete-taxonomy () 
(complete-taxonomy1 
(combine-all-sorts (all-sorts *subsumes-individuals*) 
(defun 
(if 
(cdr (all-sorts *subsumes-individuals*))))) 
complete-taxonomy1 (comb-sort-list) 
comb-sort-list 
(let ((sort1 (caar comb-sort-list)) 
(sort2 (cadar comb-sort-list))) 
t)) 
(cond ((int-ext-intersection-equal sort1 sort2) 
(complete-taxonomy1 (cdr comb-sort-list))) 
(t (rf-format "Taxonomy is not complete: -a a -%" 
sort1 sort2)))) 
(defun int-ext-intersection-equal (sort1 sort2) 
(let ((int-intersection (intensional-intersection sort1 sort2)) 
(ext-intersection (extensional-intersection sort1 sort2))) 







(defun extensional-intersection (sort1 sort2) 
(sortbase-glb sort1 sort2)) 
(defun intensional-intersection (sort1 sort2) 
(intersection (cdr (get-ind*-list 
(get-sort-list *subsumes-individuals* sort1))) 
(cdr (get-ind*-list 
(get-sort-list *subsumes-individuals* sort2))))) 
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;************************************************************************** 
; Check t~e taxonomy for uniqueness (i . e., there is at most one glb defined) 
;************************************************************************** 
(defun unique-glb () 
(unique-glb1 
(combine-all-sorts (all-sorts *subsumes-individuals*) 
(cdr (all-sorts *subsuroes-individuals*»») 
(defun unique-gIb1 (comb-sort-list) 
(if corob-sort-list 
(let «sort1 (caar comb-sort-list» 
(sort2 (cadar corob-sort-list») 
t» 
(cond «<= (length (dyn-gIb sort1 sort2» 1) 
(unique-gIb1 (cdr corob-sort-list») 
(t (rf-format "Taxonomy is not weIl defined: -a a -%" 
sort1 sort2»» 
(defun dyn-gIb (sort1 sort2) 
(remove-subsumed-clbs (cIb sort1 sort2») 
(defun cIb (sort1 sort2) 
(intersection (cdr (get-sub*-list 
(get-sort-list *subsumes-individuals* sort1») 
(cdr (get-sub*-list 
(get-sort-list *subsumes-individuals* sori2»») 
(defun remove-subsumed-clbs (clbs) 
(rsl clbs nil» 
(defun rsl (list1 list2) 
(cond «null list1) list2) 
(t (let «clb (car list1» 
(clb-rest (cdr list1») 
(rsl (rsl1 cIb clb-rest) 
(cons clb (rsl1 clb list2»»») 
(defun rsl1 (cIb list2) 
(cond «null list2) nil) 
«subsumes+ cIb (car list2» (rsl1 clb (cdr list2») 
(t (cons (car list2) (rsl1 clb (cdr list2»»» 
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(defun subsumes+ (sort1 sort2) 
(member sort2 (get-sub*-list 
(get-sort-list *subsumes-individuals* sort1»» 
AA.3 UNSUBSUMES und RESUBSUMES 
;************************************************************************** 
; Replace subsumes facts by ordinary rules V. Hall 
;************************************************************************** 
(defun unsubsumes (database) 
(mapcar #'(lambda (clause) 
database) ) 
(cond ((subsumes-t clause) 
(list ' hn 
(list "(cadadr clause) , (vari x» 
(list (cadr (cdadr clause» , (vari x»» 
(t clause») 
(defun subsumes-t (clause) ; should be fact of the form (hn (subsumes p q» 
(and (hn-t clause) 
(equal (caadr clause) 'subsumes») 
;************************************************************************** 
; Replace ordinary rules by subsumes facts V. Hall 
;************************************************************************** 
(defun resubsumes (database) 
(mapcar #'(lambda (clause) 
(cond ((sortrule-t clause) 
(list ' hn 
database) ) 
(defun sortrule-t (clause) 





should be rule of the form (hn (p _x) (q _x» 
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(= (length clause) 3) 
(= (length (cadr clause» 2) 
(= (length (caddr clause» 2») 
A.4.4 Unifikation mit :-Notation für getypte Variablen 
(defun dom-in-sort (dom sort) 
(dom-intersection dom (sortbase-ind sort») 
(defun sortbase-ind (sort) 
(and (sortbase-sortp sort) 
(let ((ind*-list (get-ind*-list 
(get-sort-list *subsumes-individuals* sort»» 
(cond (ind*-list (cons 'dom (cdr ind*-list») 
(t nil»») 
(defun sortbase-sortp (sort) 
(sort-defined sort *subsumes-individuals*» 
(defun sort-defined (sort list) 
(and list 
(cond ((equal sort (caar list» t) 
(t (sort-defined sort (cdr list»»» 
(defun sortbase-individualsp (const sort) 
(cond ((member const 
(get-ind*-list (get-sort-list *subsumes-individuals* sort») 
const) 
(t nil») 
(defun sortbase-glb (sortl sort2) 
(let ((subsumesl (cdr (get-sub*-list 
(get-sort-list *subsumes-individuals* sortl»» 
(subsumes2 (cdr (get-sub*-list 
(get-sort-list *subsumes-individuals* sort2»») 
(glb subsumesl subsumes2») 
(defun glb (sub-list! sub-list2) 
(and sub-list! 
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(cond ((member (car sub-listl) sub-list2) (car sub-listl)) 
(t (glb (cdr sub-listl) sub-list2))))) 
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Anhang B 
Erweiterung um Sort base 
(defvar *sortstyle* 'statie "statie or dynamie sorts ") 
(defun eolleet-databases () 
"Returns a list of all databases." 
(list *rfi-sortbase* *rfi-prelude* *rfi-database* *traeebase*) ) 
(defun rfi-eornrnand (userline) 
((eq eorn 'eonsult-sortbase) 
(rfi-sortbase-ernd-eonsult userline» 
((eq eorn 'eornplete-taxonomy) 
(if (eq *sortstyle* 'statie) 
(eornplete-taxonomy) 
(rf-error "- running dynarnie sort model"») 
((eq eom 'unique-glb) 
(if (eq *sortstyle* 'statie) 
(unique-glb) 
(rf-error "- running dynamie sort model"») 
((eq eom 'unsubsumes) 
(setq *rfi-sortbase* (unsubsumes *rfi-sortbase*») 
((eq eorn 'resubsurnes) 
(setq *rfi-sortbase* (resubsurnes *rfi-sortbase*))) 
((eq eom 'eompile-sortbase) 
(if (eq *sortstyle* 'statie) 
( eompile-sortbase *rfi-sortbase*) 
(rf-error "- running dynamie sort model"») 
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) 
((eq eom lsortstyle) 
(rfi-emd-sortstyle userline» 
((eq eom ldestroy-sortbase) 
(setq *subsumes-individuals* nil) 
(setq *rfi-sortbase* nil» 
((eq eom lsortbase) 
(rfi-emd-l (eadr userline) *rfi-sortbase*» 
((eq eom lbrowse-sortbase) 
(if (eq *sortstyle* lstatie) 
(when *tel* (browse-sortbase (eadr userline») 
(rf-error "- running dynamie sort model"») 
(defun rfi-emd-sortstyle (userline) 
(let ((error-p nil) ) 
(eond ((= 2 (length userline» 
(eond ((eq (seeond userline) lstatie) 
(setq *sortstyle* lstatie» 
((eq (seeond userline) ldynamie) 
(setq *sortstyle* ldynamie» 
(t (setq error-p t»» 
((= 1 (length userline» 
(rf-print *sortstyle*» 




(rf-prine-like-lisp "Error. Use:") 
(rf-terpri) 








(rf-prine-like-lisp 11 sort style") 
(rf-terpri»») 
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(defun rfi-sortbase-cmd-consult (userline) 
(let* ((filename (rfi-extension (cadr userline) (rf-or-rfp»» 
(if (probe-file filename) 
(setq *rfi-sortbase* (append *rfi-sortbase* 
(rfi-cmd-consult-l filename») 
(rf-error "(rfi -sortbase-cmd-consult): 11 filename 11 file doesn 't exist ! 
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Anhang C 
Ein Beispieldialog über RTPLAST 
rfi-p> destroy-sortbase 
rfi-p> destroy 
rfi-p> style lisp 
rfi-l> 
rfi-l> ;-------------------------------------~-------------------------------
rfi-l> A Declarative RELFUN Knowledge Base on Plastics Production/Recycling 
rfi-l> Partitioned 







(c) Harold Boley, Ulrich Buhrmann, Victoria Hall 
Michael Herfert, Michael Sintek 




Sorts are regarded as unary predicates defined in a KB partition 
and usable in relational queries and variable annotations 
rfi-l> consult-sortbase rtplast-taxo-sub 
; Reading file "/home/vega/appl-kb/rtplast-taxo-sub.rf" 
rfi-l> compile-sortbase 





















subsumes(thermoplastic. styrolpolymere). . 
subsumes(thermoplastic. polymethacrylester). 
subsumes(thermoplastic. polyacetal). 













































































































rfi-p> Y. Load inference base 
rfi-p> sI 
rfi-l> consult rtplast-inf 
; Reading file "/home/vega/appl-kb/rtplast-inf.rf" 
rfi-l> sp 
rfi-p> 'l. Load some auxiliary predicates e .g. MEMBER 
rfi-p> consult aux 
'l. Reading file "/home/vega/appl-kb/aux.rfp" .. 
rfi-p> 
rfi-p> 'l. A function mapping materials and production processes to products 
rfi-p> 'l. Unary predicates are marked as sorts by a '$'-prefix 
rfi-p> 'l. listing used-for-rule 
rfi-p> 
rfi-p> 
rfi-p> 'l. Show all atributes of novodurs 
rfi-p> listing Attribute($novodur. V) 
producer($novodur. bayer). 























rfi-p> 'l. Show additives of materials 








rfi-p> 'l. A relation defining materials' E-module Ctension module of elasticity) 









rfi-p> 'l. For each novodur-rec-l, a subsort of novodur, find its 
rfi-p> 'l. tension_module_of_elasticity 
rfi-p> 'l. Variable annotations are marked by a ':'-infix 
rfi-p> tension_module_of_elasticityCldent $novodur-rec-l, E-module) 
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true 
Ident = novodur_r_5320 
E-module = 2000 
rfi-p> more 
true 
Ident = novodur_r_5322 














rfi-p> 'l. Use of sorted variables 
rfi-p> 
rfi-p> 
rfi-p> 'l. Find each novodur-rec-l with its tension_module_of_elasticity 
rfi-p> 'l. and an unspecified ball_thrust_hardness 
rfi-p> tension_module_of_elasticityCI : $novodur-rec-l, E-module), 
ball_thrust_hardnessCI, Bh) 
true 
I = novodur_r_5320 
E-module = 2000 
Bh = 90 
rfi-p> more 
true 
I = novodur_r_5322 
E-module = 2200 








rfi-p> 'l. Find each novodur-rec-l with its tension_module_of_elasticity 
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rfi-p> % and a given ball_thrust_hardness of 90 
rfi-p> 
rfi-p> tension_module_of_elasticity(I : $thermoplastic, E-module), 
ball_thrust_hardness(I, 90) 
true 
I = novodur_r_5320 
E-module = 2000 
rfi-p> more 
true 
I = novodur_r_5322 





rfi-p> % Let's find a material for producing electrical devices. 
rfi-p> 
rfi-p> used-for(Material, Verarbeitungsform[elektrogeraete]) 
true 
Material = hostalen_ppk_1060_f1 
Verarbeitungsform = spritzgiessen 
rfi-p> more 
true 
Material = hostalen_ppk_1060_f1 
Verarbeitungsform = pressen 
rfi-p> more 
true 
Material = $hostalen-ppn-1 






rfi-p> % A function computing the recyclability of materials 
rfi-p> listing horizontal-recycling 
horizontal-recycling(Plastic-id) :-
additives(Plastic-id : $pp, flameproofing_agent) & 
only_in_closed_circle. 
horizontal-recycling(Plastic-id) :-
additives(Plastic-id: $pp, Additives), 
naf(Additives is flameproofing_agent) & 
possible. 
horizontal-recycling(Plastic-id) :-




additives(Plastic-id: $abs-k, Additives), 
naf(Additives is flameproofing_agent) & 
possible. 





rfi-p> 'l. Now let's find a recyclable electrical device 
rfi-p> 
rfi-p> used-for(Material, Verarbeitungsform[elektrogeraeteJ), 
recyclable(Material,Rule), Rule(Material) 
only_in_closed_circle 
Material = hostalen_ppk_1060_f1 
Verarbeitungsform = spritzgiessen 
Rule = horizontal-recycling 
rfi-p> more 
only_in_closed_circle 
Material = hostalen_ppk_1060_f1 
Verarbeitungsform = pressen 
Rule = horizontal-recycling 
rfi-p> more 
possible 
Verarbeitungsform = pressen 
Rule = horizontal-recycling 
Material = $hostalen-ppn-1 
rfi-p> 
rfi-p> 




rfi-p> 'l. 'Terminological' knowledge about the attributes themselves 
rfi-p> listing Att(ball_thrust_hardness, Value) 
cardinality($numerical-attribute, <=[1J). 
sort($numerical-attribute, real). 
measurement($numerical-attribute-n/qmm-prototype, I[n, -[mm, 2JJ). 
method_for_test(ball_thrust_hardness, [din_53456]). 
rfi-p> cardinality(ball_thrust_hardness, Fun[Val]), Fun(Val,1) 
true 
Fun = <= 
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