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概 要
本論文は複数キーワードでのWWW全文検索についての論文である。
現在のWWW検索エンジンではページという単位が非常に重視されていて、キー
ワード群がそのページに存在するかでヒットの成否を決める方式が普通である。し
かし、実際のWWWでは内容としては 1つのページが複数のページに分割され
ていたり、逆に複数の話題が 1つのページにまとめられていたりすることがあり、
ページは検索の単位として必ずしも適切ではない。
本研究ではこの問題に対応した新しい検索エンジンを設計、実装した。内部構
造としては、URLから導かれるページ間の木構造関係と、ページ内の XML木構
造によりWWW全体を木とみなし、キーワードからその木の葉へのインデックス
データベースを構築した。そして、各キーワードがヒットした箇所の木の上での
位置関係を使ってヒット情報を導くようにした。
これにより、従来の検索エンジンでは困難な検索が可能となった。
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1第1章 序論
1.1 現在のWebと検索エンジン
World Wide Web(WWW)はインターネットが爆発的に広まった要因であり、今
ももっとも一般的な用途である。日本語のページだけで 8590万ページ (2004年 2
月現在)[1] もある今となってはWWWは社会に欠かせないものであり、検索エン
ジン無しでのWWWは考えられない。
検索エンジンは、膨大なWWWの文書の中から目的のページ・サイトを探すこ
とができるシステムである。現在、主流の検索エンジンはユーザの入力したキー
ワードを元に、そのキーワードと関連性の高いページを瞬時に探し、その一覧を
提示するという仕組みになっている。
1.2 現在のWWW検索エンジンの問題点
現在のWWW検索エンジンではページという単位が非常に重視されていて、キー
ワード群がそのページに存在するかでヒットの成否を決める方式が普通である。こ
の方式を実現するため、全文のインデックスデータベースはキーワード1を鍵とし
てページを引くインデックスのデータベースとなっている。
しかし、実際のWebでは転送量、閲覧の利便性、保守性などの理由で、意味・
文脈から考えると本来 1つであるべきページが複数のページに分割されている場
合がある (図 1.1)。
このような場合、単一のページに全てのキーワードが存在しなくても、ページ
から構成される「サイト」に全てのキーワードが存在すればヒットとみなして良
いと考えられる。
また、逆に日記やニュースサイトなどで全然関係ない複数の話題が 1つのペー
ジに詰め込まれていたりすることがある。このような場合、単一のページに全て
のキーワードが存在してもヒットとみなすべきではないと考えられる。あるいは、
一応ヒットとして、結果表示順位のランキング処理でこのようなページを下位に
まわし、ページ内の特定部分にキーワードが集中しているページを上位にするこ
とで、ユーザにとって同様の結果を返すべきである。
1n-gram方式の場合キーワードを n文字単位に分割したもの
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このように、ページは検索の単位として必ずしも適切ではない2。
1.3 本研究の目的
本研究では、このような場合でも見たいページ・サイトを効率的に検索できる
よう、ページを検索の単位としない検索エンジンを開発する。しかし、基本的な
インターフェースは従来の検索エンジンと同じくキーワードからページ・サイト
を検索するというものにする。
これを実現するため、WWW全体を木とみなす。具体的には、ページ間の関係
をURLによって導かれる木とみなし、ページ内をXML3による木とみなす。全文
インデックスデータベースはキーワードから XMLテキストノードへのインデッ
クスで構築する。複数のキーワードで検索したとき、この木の上で近い場所で見
つかったならばそれをヒットとすることで、ページにとらわれない検索が実現で
きる。
2これは、検索結果がページの一覧であることが良くない、という意味ではない。
33.2.1で述べるように、HTMLは XML に変換可能である。
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図 1.1: 意味に基づかないページ分割の例
あ行の作家のみが掲載されているが、「あ」で始まる作家と「い」で始まる作家の
関係は、「あ」で始まる作家と「か」で始まる作家の関係と本来は対等である。2
人の作家の接点を知りたいと思ったとき、2人の作家の名前で検索するという方法
があるが、これでは別の行の作家同士ではうまくいかない。
このようにこのページは検索エンジンとの相性が良くないが、これはこのページ
を作る側の問題ではなく検索エンジンの問題である。
4第2章 上田研究室検索班とVerno
筆者の所属する上田研究室検索班では、Vernoという検索エンジンの研究・設計
開発・運用保守を行っている。この章ではVernoの紹介を行う。
2.1 Vernoのソフトウェア構成
Vernoはデータベース層、ネットワーク層、インターフェース層の 3層とクロー
ラから構成されている。
2.1.1 クローラ
Webを巡回し、見つかったページをローカルのストレージに保存するソフトウェ
アを web クローラ (clawler)1と呼ぶ。
Verno班では Iron[2][3]という名のクローラを開発・公開してきた。しかし、ク
ローラの研究開発が進んだことでクローラが新規性のあるソフトウェアとは言え
なくなり、また一方で wiki や blog など昔のクローラでうまく扱えないサイトも
多くなってきた。つまり、自前のクローラを研究として開発することが難しくな
り、また昔のクローラを継続使用することも困難になってきた。
そこで、Verno班では Larbin[4] というフリーソフトウェアのクローラを利用す
ることにした。
Larbinの取得データ形式
2.1.2 データベース層
各種データベースはデータベース層にある。Vernoでは、全文の他にタグデータ
ベース、リンクデータベースなどが利用できるが、ここでは本論文に関係の深い
全文インデックスデータベースのみ紹介する。
1もっとも一般的であると思われる呼び方。他にも (Web) robot, spider, scooterなど様々な呼
び方があり、班内では伝統的にロボットと呼ぶ場合が多い。
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全文インデックスデータベース
高速な全文検索を実現するには、索引付けのような前処理を行ってそのデータベー
スを用意する必要がある。前処理には転置索引 (inverted index)、PAT木 (patricia
tree)などの方法があるが、Verno班では n-gramで分割したワードに対する転置索
引方式を主に採用している。
従来のインデックスデータベースは動作するアーキテクチャがFreeBSD/i386に
限られる、数千万ページ級の規模を扱えないという制限があったため、内藤氏が
新しいインデックスデータベースが開発した。この新インデックスデータベース
は次のような特徴を持つ:
入力はLarbinの simple形式を tidy処理したもの 今までは Iron33を前提にして
いたが、クローラの切り替えにともない変更された。tidyについては (3.2.1)
参照。
文字コードはEUC EUCはバイト単位で問題なく処理できるため、開発が容易で
ある。将来、UTF-8に対応する可能性もある。
アーキテクチャ非依存 C言語でコーディングされているが、移植性に注意が払わ
れている。現在、Linux/i386, Linux/x86 64, FreeBSD/i386 で動作が確認さ
れている。
大規模なデータを扱うことが可能 64bit整数型を使うなどの工夫により、大規模
なデータを扱うことができる。現在、200ギガバイトのデータでも 2,3秒で
検索結果を返せることが確認されている。
2.1.3 ネットワーク層
検索言語を用いてデータベースとユーザインターフェースの架け橋となる部分
をVernoではネットワーク層と呼んでいる。内部用のインターフェースとも言え
る。別のユーザインターフェースでも同じネットワーク層を使うことができる。
fhandle2
内藤氏が開発した新インデックスデータベースへアクセスするには、同じく内
藤氏が開発した fhandle2を介する。
fhandle2はTCPを利用するサーバであり、接続し¶ ³
get index:keyword µ ´
というクエリを送ると
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¶ ³
hits: hit件数
1件目のURL番号 1件目のページ内位置 1件目の hit num
2件目のURL番号 2件目のページ内位置 2件目の hit num
...µ ´
という形式で検索結果が返され、切断される。keywordが長い場合は fhandle2内
部で分割して検索し合わせた結果を返してくれるが、2つ以上のキーワードで検索
する機能はない、単純なサーバである。
他のクエリ文の紹介は省略する。
2.1.4 インターフェース層
CGIやコマンドライン等のユーザインターフェースのある層である。
7第3章 XMLとしてのWebページ
処理
3.1 HTML, XMLとXHTML
Webページの記述には通常HTMLが用いられてきた。しかし、ブラウザごとの
独自拡張で規格が混乱したことや正しくない HTMLが氾濫したことなどにより、
HTMLを入力として扱うアプリケーションの開発が難しくなってきた。
一方、XMLは文書や種々のデータの標準的な記述形式として急速に普及した。
XMLを処理するためのライブラリ・モジュールであるXMLプロセサが多くの言
語・プラットフォーム上で用意されているため、XMLを扱うアプリケーションの
開発は容易である。
HTMLもXMLも SGMLのサブセットであるため共通点は多いが、HTMLは前
述のように正しくないものや複雑なものが多いという問題がある。そこで、XML
のサブセットとしてHTMLを再定義したXHTMLが提案された。XTHMLはXML
プロセサで処理できるため、アプリケーションの開発はHTMLを対象とするより
容易である。
3.2 HTMLからXMLへの変換
しかし、実際のWebページの大部分は従来のHTMLである。HTMLをXHTML
用のアプリケーションで処理するには、事前にHTMLをXHTMLに変換する必要
がある。そこで、本研究では HTML Tidy[5] を使用してこの変換を行った。
また、文字コードの問題もある。新インデックスデータベースでは現在EUCし
か扱えない (2.1.2)ため、nkf[6]で文字コード変換を行う。
3.2.1 HTML tidy のEUC対応
EUCのマルチバイト文字はバイト単位で見たときの 8bit目が常に 1である [7]
ため、ソフトウェア開発者はマルチバイト対応のために特別なことをする必要が
ない。HTML tidy でも文字コード選択肢に EUC は無く正式には対応していない
が、代わりに raw を指定することで処理が可能である。
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しかし、実際には Latin-1の文字参照を解決してしまい、相当する Latin-1の
1byteを出力するという動作をする1ため、正しくは EUCに対応できていない。例
えば、 &copy; という文字参照は c°記号を表すが、これは Latin-1文字コードで
は 169番であり、169を表す 1バイトが出力されてしまう。
そこで、この問題を解決するよう tidy に手を加え、eucjp モードを加えた。
-eucjpオプションを指定しなければ従来と同様の動作である。
3.2.2 larbin2xml
Larbinが収集した全てのファイルに nkf と HTML tidy を適用するスクリプト
larbin2xml.sh を用意した。このスクリプトは筆者の研究でだけでなく、Larbin が
収集したデータを XML として処理する他の研究でも役立っている。
ここでは実際にXMLファイルを作成する部分を紹介する。この部分に入る時、
$fileは Larbinが収集した 1ページである HTMLファイル、$TARGETは出力先
ファイル、$TIDYは HTML tidyのバイナリ、$TIDY OPTSはコマンドラインオプ
ションなどから導かれたHTML tidyのオプションである。
echo '<?xml version="1.0" encoding="EUC-JP" ?>' > $TARGET
nkf -e $file | $TIDY $TIDY_OPTS | \
perl -pe 's/([\x00-\x7f])\xa0/$1 /g' | tail +2 >> $TARGET
tidyの出力では encodingが省略されているので、echoで 1行目だけ予め出力して
おき、tidyの出力は 2行目以降だけ使用する (tail +2)ようにした。perlの部分は
本来は未定義であるが半角スペースとして使用されることがある 0xA0を含むペー
ジを Xerces(3.3) が読みこめないため、半角スペースに変換するものである。
3.3 XMLプロセサ
XML処理には、Apache XML Projectの一部として開発されているXerces[8]を
使用した。XercesはAPIとしてDOM, SAXを実装しているが本研究ではDOM[9]
を利用した。
1バグの可能性もある
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4.1 WWWの木構造
この検索エンジンを実現するため、パスは、/で区切られた文字列とする。次に
述べるページ間の木構造とページ内の木構造を組み合わせると、WWW全体を木
とみなすことができる。
4.1.1 ページ間の木構造 - URL
ページ間の木構造関係を考える。WWWはWeb(蜘蛛の巣)という名のとおり、
リンクで結ばれたクモの巣上の構造を持つのが特徴であるが、多くのサイトはディ
レクトリによる木構造を意識して作られている。そこで、さらにプロトコル・ド
メイン・ポートなども含めたURLから木構造が作れるようパスを定義する。
httpで使われるURLはRFC2616[10]で次のように定義されている。¶ ³
http://host[:port][abs path [?query ]]µ ´
httpの部分は schemeと呼ばれ、httpの場合 httpで固定である。
hostはホスト名を表す FQDNまたは IPアドレスである。FQDNは大きな区分
のドメインが後に来るので、ディレクトリ同様大きな部分から順になるよう、逆
順にして区切り文字を/にして使用する。
portは httpのサービスを行うポート番号で、httpのURLでは 80の時は省略可
能である。ホスト名の部分が終わったことを示す目的も兼ねて、:port の形式で使
用する。
abs pathはサーバ内の基準ディレクトリ (DocumentRoot)からの絶対パスであ
る。ちょうど/で区切られているのでそのまま使える。
queryはCGIに渡す引数などの目的で使われる文字列である。httpのURLでは
省略できるが、本システムのパスでは必ず書く。これは、abs pathが終わったこと
を示すためである。
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例:(
URL : http : ==www:ueda:info:waseda:ac:jp=
パス : =http=jp=ac=waseda=info=ueda=www= : 80==?(
URL : http : ==www:example:com : 8080=foo=bar=wiki:php?FrontPage
パス : =http=com=example=www= : 8080=foo=bar=wiki:php=?FrontPage
図 4.1: URLによる木構造の例
ページ内の木構造 - XML
ページ内の木構造については、XMLの木構造を利用できる。XMLのパスの記
述方法については、特に規格が無いようなので、DOMのAPI(getNodeName)を
利用し、また一意になるようにする。
要素名がNameであり、同名の兄弟要素のうち i番目のノードをName[i]と表す。
例えば、/html[1]/head[1]/title[1]/#text[1]は html要素の 1番目の head
要素の 1番目の title要素の最初のテキストノードを表す。
図 4.2: XMLの木構造の例
4.2 全文インデックスデータベース
全文インデックスデータベースには、キーワードから前節で述べた木の葉 (XML
のテキストノード)へのインデックスを格納する。
従来のインデックスデータベースとの比較すると次のようになる。
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キーワード種類数・総数: 変わらない
ドキュメント (ページまたはXMLテキストノード)数: 増える
ドキュメントサイズ: 小さくなる
ドキュメントサイズ総計: 変わらない
1語検索でヒットするドキュメント数: 増える
1語検索の延べヒット数: 変わらない
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