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1 service Counter {
2 processing {





8 response outgoing REGISTER() {









18 response incoming INVITE() {
19 response resp = forward;
20 if (resp != /SUCCESS) {
21 return forward 'sip:secretary@company.com';
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1 public class Counter implements SipListener {
2 [...]
3 private void handler_REGISTER (Request rq, String method) {
4 count = 0;
5 sendRequest (false, rq_request);  /**  SPL, line 10  **/
6 }
7 private void handler_unregister (Request rq, String method) {
8 local.log (count);  /**  SPL, line 14  **/
9 sendRequest (false, rq_request); /**  SPL: default behavior  **/
10 }
11 private void handler_INVITE (Request rq, String method) {
12 sendRequest (true, rq_request);  /**  SPL, line 19  **/
13 }
14
15 public void processRequest (RequestEvent requestEvent) {
16 String method = rq_request.getMethod();  
17 if (method.equals (Request.REGISTER)) {  /**  SPL, line 5  **/
18 if (!registrar.hasExpiresZero (rq_request)) {
19 if (!registrar.hasRegistration (rq_request)) {  /**  SPL, line 8  **/
20 handler_REGISTER (rq_request, method);
21 } else { /**  SPL: default behavior  **/
22 sendRequest (false, rq_request);
23 } 
24 } else if (registrar.hasRegistration (rq_request)) {  /**  SPL, line 13  **/
25 handler_unregister (rq_request, method);
26 } else { /**  SPL: default behavior  **/
27 sendRequest (false, rq_request);
28 }
29 } else if (method.equals (Request.INVITE)) { /** SPL, line 18  **/
30 handler_INVITE (rq_request, method);
31 } else { /**  SPL: default behavior  **/




36 public void processResponse (ResponseEvent responseEvent) {
37 String method = rs_request.getMethod();
38 rs_responseCode = rs_response.getStatusCode();  
39 if (method.equals (Request.INVITE)) {  /**  SPL, line 18  **/
40 if (rs_responseCode >= 300) {  /**  SPL, line 20  **/
41 AddressFactory addressFactory = getAddressFactory(); 
42 SipURI sipURI = addressFactory.createSipURI ("secretary", "company.com");
43 rs_request.setRequestURI (sipURI); 
44 sendRequest (false, rs_request);  /** SPL, line 21  **/
45 } else {
46 count++; 
47 sendResponse (true, rs_response);  /**  SPL, line 24  **/
48 }
49 } else { /**  SPL: default behavior  **/
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public aspect Environment {
public Request Counter.rq_request;
public SipProvider Counter.rq_sipProvider;
pointcut processRequest(): execution(public void Counter.processRequest (RequestEvent));
before(RequestEvent rq_Event, Counter obj): processRequest() && args(rq_Event) && target(obj) {
obj.rq_request = rq_Event.getRequest();
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public aspect Language {
private boolean handler_REGISTER   = true;
private boolean handler_REREGISTER = false;
private boolean handler_unregister = true;
pointcut register(): execution(private void Counter.handler_REGISTER (Request, String));
before(Request rq, String method, Counter obj): register() && args(rq, method) && target(obj) {
State state = new State();




pointcut processRequest(): execution(public void Counter.processRequest (RequestEvent));
before(Counter obj): processRequest() && target(obj) {
if (!handler_REGISTER) {
String method = obj.rq_request.getMethod();
if (method.equals (Request.REGISTER)) {
if (!obj.registrar.hasExpiresZero (obj.rq_request)) {
if (!obj.registrar.hasRegistration (obj.rq_request)) {
State state = new State();
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public aspect Language {
[...]
pointcut rq_sendRequest(): call(public void Counter.sendRequest (boolean,Request)) &&
(withincode(public void Counter.processRequest (..)) || withincode(* Counter.handler_* (..)));
void around(boolean b, Request r, Counter obj): rq_sendRequest() && args(b,r) && target(obj) {
try {
if (b) {
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public aspect Program {
public int Counter.count;
public class State implements Lib.State {
private int count;
void setCount (int x) { count = x; };
int getCount () { return count; };
}
pointcut set_count(): set (int Counter.count);
void around(int count, Counter obj): set_count() && args(count) && target(obj) {
obj.state.setCount(count);
}
pointcut get_count(): get (int Counter.count);














iwXZ\ 2:½ &ZŁqrik¤¶msvw[ ¯p¸iwXºvk\6gj4\?li´iwm*vk\  LnD\?gjiory[*\?gms¤po:ik\ﬁvw\?gjiikmRr1ZvwmsLvwrs[ ŁmsLpls¥
WXZpqg£rsZZvwmLrLltX\ﬁory¡ZŁ\?g
iwmrynhiwms[riwpl?ryŁŁ|e^ryoDgkehgziw\ﬁ[riwpl?ryŁŁ|egk4\?lpqryŁpÉﬁ\XZpsXZŁeL\ﬁoZ\?vkpqlgjms¤³ij
¯ryvw\¹lmL[*mLoZ\ﬁo:iwg?«gjnltXÌrsg 2:½ & cf½¾u lmL[*mLoZ\ﬁo:iwg?«rsl?lmLvwhpoZ¦ikm·r­lnDgjikmL[*p|É6rikpmso¿lﬁmso:ik\ﬁ{:i
Z\ﬁvwp|L\?¤¶vkmL[ ikXD\Zvwmssvtry[,Ł|mLspqly«sgknDltXrsgBrsoRcfu£¹gk\ﬁvwfplﬁ\s¥Ê´\?esmso^4\ﬁvk¤¶msvw[ryoDlﬁ\s«sgk4\?lpqryŁpÉ?riwp|mLo
mL\?oDgmsDmLvjiwnZoZp|izeikmvw\?hnl\aikXZ\¤¶mfmsij¨Zvkpo:imy¤r*gkmy¤³iz¯ryvw\ŁqrEes\?v?¥
    57+;25 23ﬃ	 57 ﬃ "





























uri<4> operators = <...>;
uri<3> callers = <...>;
registration {
dialog {
response incoming INVITE() {
foreach (caller in callers) {





public void processRequest(RequestEvent requestEvent) {
[...]
if (method.equals (Request.INVITE)) {  
//@ acquire 4
Header f_h = rq_request.getHeader(FromHeader.NAME);
String FROM = f_h.toString();
int i = 0;
int size = callers.size();
while (i < size) {  
String caller = (String)callers.get(i);
if (FROM.compareTo (caller) == 0) {  
//@ consume 1
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