A contract splits the responsibilities between a component and its environment into a guarantee that expresses an intended property under the responsibility of the component, given that the environment fulfills the assumptions. Although current contract theories are limited to express contracts over interfaces of components, specifications that are not limited to interfaces are used in practice and are needed in order to properly express safety requirements. A framework is therefore presented, generalizing current contract theory to environment-centric contracts -contracts that are not limited to the interface of components. The framework includes revised definitions of properties of contracts, as well as theorems that specify exact conditions for when the properties hold. Furthermore, constraints are introduced, limiting the ports over which an environment-centric contract is expressed where the constraints constitute necessary conditions for the guarantee of the contract to hold in an architecture.
Introduction
The notion of contracts was first introduced in [1] as a pair of pre-and postconditions [2] [3] [4] [5] to formally specify the interface of software components. However, in more recent work [6] [7] [8] [9] where the use of contracts is extended to the design of Cyber-Physical Systems (CPS) [10] , the conceptual idea of a contract is rather described as: "a component model that sets forth the assumptions under which the component may be used by its environment, and the corresponding promises that are guaranteed under such correct use" [6] , which indicates that contracts must not necessarily be limited to the interfaces of components.
However, in current contract theories [1, [5] [6] [7] [8] [9] [11] [12] [13] [14] [15] [16] [17] [18] [19] [20] , contracts are indeed limited to the interface of components, e.g. as shown in Fig. 1a where a contract for a controller C 1 is limited to its interface. In this case, the guarantee G expresses that the desired output signal v to another controller C 2 is a function of the voltage u at an input pin connected to a sensor S. However, the guarantee G can only be assured to hold, given that the assumption A is fulfilled where A expresses constraints on the input u. In contrast to Fig. 1a , Fig. 1b shows another contract for C 1 where both the guarantee G and the assumption A are not limited to the interface of C 1 . In this case, the guarantee G expresses that the output signal v shall correspond to a physical quantity x, as sensed by the sensor S, given the assumption A that sensor S is functioning correctly. In order to support specifications that are not limited to component interfaces, e.g. the one shown in Fig. 1b , the present paper generalizes current contract theories [1, [5] [6] [7] [8] [9] [11] [12] [13] [14] [15] [16] [17] [18] [19] [20] to contracts that are not limited to interfaces of components. Inspired by [21, 22] , a contract that is not limited to the interface of a component, will in the following be referred to as an environment-centric contract.
It could be argued that the environment-centric contract in Fig. 1b is not needed since the interface of C 1 could be extended to include the port x, which would allow the contract in Fig. 1b to be a contract for C 1 . However, in this case, the interface of the component C 1 would not match the interface of the real world object that it models and would hence require the use of ambiguous representations of the real world.
Although environment-centric contracts are not supported by current contract theories [1, [5] [6] [7] [8] [9] [11] [12] [13] [14] [15] [16] [17] [18] [19] [20] , there are at least two reasons why a generalization of current contract theories to environment-centric contracts is strongly needed.
The first reason is that a specification that is not limited to the interface of a component, e.g. the one shown in Fig. 1b , is capable of expressing that the responsibility of the component is to achieve an overall intended property of a system, instead of being restricted to express only its intended behavior. The same need, but in the context of functions, has been identified in [21, 22] . An example of when a specification such as the one shown in Fig. 1b is used in an industrial case-study, can be found in [23] where ModelicaML [24] is used to specify and verify requirements on a subsystem of a fuel management system where the requirements express the end-to-end functionality of the fuel management system in general. Another example can be found in [25] where SysML [26] is used to specify requirements on an engine knock controller and where the requirements allocated to the controller explicitly refer to parts, such as e.g. the piston, of the environment of the controller.
The second reason why environment-centric contracts are needed is that, in the area of functional safety [27, 28] , the associated risk of a component, is assessed in the context of how it affects its environment, and not just by its immediate behavior. In order to properly express safety requirements on a component, there is hence a need to refer to parts in the environment that the component is to be deployed in. For example, in ISO 26262 [28] , top-level safety requirements
