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Cma estrategia hp adaptativa e implementada com base em urn parametro de erro es-
timado localmente. A analise do padriio de refinamento em cada elemento e feito aresta a 
aresta, o que torna o metodo possivel para qualquer tipo de elemento independente de sua 
dimensiio. 
Metodos hp adaptativos sao desenvolvidos a mais de uma decada [12], sendo a escolha 
do padrao de refinamento feita, inicialmente, com base no conhecimento da solu~iio e de sua 
sequencia 6tima de refinamento. 
A estrategia proposta e implementada no ambiente programa<;ao PZ 
seguintes contribui<;oes foram feitas ao ambiente PZ: 
., Implementa<;iio de uma estrategia para identifica<;iio de elementos de referenda para a 
partic;ao da malha 
• Implementac;iio de uma estrategia para obten<;iio de patches, baseada nos elementos de 
refer en cia 
e Implementa<;iio de clones de urn patch e atraves deste clone, o clone uniformemente 
refinado e processado 
" Transferencia de solu<;iio entre malhas. Dm metodo para calcular a matriz de transferen-
cia entre malhas e implementada baseada em uma proje<;iio L 2 do espa<;o de interpola<;iio 
da malha grossa no espa<;o da malha fina . 
., Cma classe para implementar a analise uni-dimensional de elementos, escolhendo o 
padrao hp 6timo para cada elemento. 
Estas classes foram usadas para a implementa<;iio da estrategia hp adaptativa baseada na 
analise de arestas. Os resultados mostram que esta estrategia conduz a malhas com taxas de 
convergencia exponencial, mesmo para problemas com singularidades. 
Exemplos de valida<;iio sao mostrados ao final do trabalho. 
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Abstract 
adaptive strategy is presented which uses an automaticaily generated local patch to 
estimate the error and implements a refinement criterium based on regularity analysis of one 
dimensional problems along the edges of the elements. 
hp-Adaptive methods have been available for more than one decade [12]. Thus far, the 
choice of h, p or hp-refinement has been based on the a-priori knowledge of the regularity of 
the solution and their corresponding optimal sequence of refinement pattern [8]. 
The proposed strategy is implemented within the oriented environment PZ [10] 
for the of scientific software. The following capabilities of the 
were either used or added : 
e Implements a strategy to obtain reference elements for mesh partition 
" Implements a strategy to obtain a patch based on one reference element 
" Implements a patch clone an over this clone the uniformly refined patch is obtained an 
precessed . 
., Transfer of solution between meshes. A method for computing a transfer matrix be-
tween meshes is implemented based on the L2 projection of the interpolation space of 
the coarse mesh onto the fine mesh 
• A class which implements a one dimensional optimal hp refinement analysis based on 
the comparaison of all possible refinement patterns. 
These interfaces are used to implement and edge-based adaptive hp-refinement strategy. The 
results show that the adaptive strategy is able to produce hp refined meshes with exponential 
convergence rates, even for singular problems. 
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Esse trabalho propoe o desenvolvimento e implementa~iio de metodos auto-adaptabilidade 
em malhas de elementos finitos bi e tri-dimensionais, a ser implementado no ambiente de 
programac;ao de elementos finitos PZ, o qual ja tern urn grande numero de metodos imple-
mentados pelo grupo de pesquisa do Orientador (ver [lL 4, 13, 9, 14, 15, 10]). 
0 metodo dos elementos finitos, assim como todo metodo numerico, necessita de uma 
discretizac;ao inicial do espa<;o de aproximac;ao, sendo isto feito atraves de dois parametros 
basi cos: 
.. a ordem polinomial do espac;o de fungoes teste (parametro p); 
" discretizac;ao do dominio onde sera feita a aproximac;ao por elementos finitos (parame-
tros h); 
No caso do metodo dos elementos finitos, demonstra-se que a qualidade da aproximagao 
melhora com urn refinamento uniforme do espa<;o de aproximag6es conforme proposi<;ao deste 
trabalho. 
0 contraponto e que o refinamento uniforme no dominio implica no aumento do numero 
de graus de liberdade do problema. 
A dimensao do sistema a ser resolvido esta relacionada diretamente ao custo computacio-
nal envolvido no processo, podendo este custo ser entendido como a quantidade de memoria 
utilizada, bern como o custo decorrido do tempo de utilizac;ao de equipamento computacional. 
Assim, ha uma relagao qualidade da aproxima<;ao versus performance, cujo equaciona-
mento representa urn dos problemas pniticos dos profissionais que se utilizam de ferramentas 
numericas. 
A auto-adaptabilidade, na forma aqui abordada, visa a obtew:;ao de uma malha cuja 
relac;ao erro de aproxima<;iio versus numero de graus de liberdade e otimizada, de modo a 
indicar a malha de elementos finitos com discretiza~ao e espa<;o de fungoes teste cujo erro 
e minimo para aquele numero de graus de liberdade. Ainda que nao seja urn dos objetivos 
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iniciais deste projeto, a questao de performance e urn parametro fundamental em qualquer 
problema de analise e esta devera ser priorizada em trabalhos futures. 
metodologia utilizada consiste na estima~ao de urn parametro representative do erro 
da aproxima~ao para indicar on de e necessario a adaptagao da malha. Para a obtengao desse 
resultado sao seguidos os seguintes passos: 
l. Dada uma solu~ao e uma soluc;ao obtida urn espac;o de aproximac;ao refinado 
(parametres he p), calcular a diferen<;a entre estas duas soluc;oes em cada elemento, 
sendo esse valor considerado a estimative do erro; 
2. Com o erro obtido determiner quais elementos apresentam maior erro e desta forma, 
identificar onde o refinamento e necessaxio; 
3. analise dos elementos e feita aresta a aresta, buscando as possfveis combina~6es 
de refinamento desta aresta, com urn numero de graus de liberdade pre determinado, 
qual aquela que mais se aproxima da solu<;ao proveniente do refinamento uniforme 
hp da aresta. Esta metodologia foi apresentada em [8] e seus resultados mostraram 
eficazes para espagos unidimensionais, levando a uma taxa de convergencia 6tima para 
o parametro h e quase 6tima para o parametro p. 
4. Os parametros hp, obtidos anteriormente da analise unidimensional, sao aplicados na 
malha originallevando a malha adaptada. 
Urn aspecto a ser destacado nessa metodologia eo fato de se trabalhar com a compara<;ao 
de dois espar;os de aproxima<;ao hierarquicos, e desta forma independe do tipo de problema, 
do tipo de elemento utilizado, do numero de dimens6es etc. 
Esta generaliza<;ao do metodo e muito importante sob o aspecto de implementar;ao, uma 
vez que o objetivo do trabalho e a implementa<;ao desta tecnica em urn ambiente de progra-
ma<;ao de elementos finites orientado a objetos, o PZ [10]. 
Outro aspecto a ser destacado e o desenvolvimento de metodos para a estima<;ao do erro 
da aproxima<;ao localmente. 
Como mencionado anteriormente, a qualidade da aproxima<;ao e medida atraves da sua 
compara<;ao com uma aproxima<;ao proveniente de uma malha com espa<;o de aproxima-;ao 
enriquecido. 
No caso dos metodos utilizados como base para este desenvolvimento, o metodo estava 
inserido em uma metodologia Multigrid, on de a utilizac;ao de malhas refinadas e nao refinadas 
e comum para a resolu<;ao do sistema de equa<;6es. 
As principais contribui<;6es deste trabalho sao: 
1. Implementagao de classes para a subestrutura<;ao de malhas de elementos finites. Du-
rante a fase de estudo do ambiente de programagao de elementos finites PZ (ver [10]), 
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foi implementado urn c6digo de subestrutura~ao de ma!has. utiliza~ao da subestru-
turac;ao abre caminho para a implementac;ao de metodos paralelos, pois os problemas 
de acoplamento de sub-dominios aos dominios e urn dos problemas tratados pela su-
bestrutura~iio. 
2. Estudo e documenta<;iio c6digo auto-adaptativo implementado em [8]. 
foi implementado uma classe matricial no ambiente PZ para tratar com matrizes do 
tipo bloco sobreposto. Esta matriz servira de base para a implementagao de urn pre-
condicionador baseado em blocos sobrepostos. Acredita-se que este pre-condicionador 
ira melhorar a performance do solver multigrid, no qual esta implementada a metodo-
logia auto-adaptativa estudada. 
3. Implementagao de uma metodologia para particionar urn domlnio, com base nos ele-
mentos particionados gerar urn patch elementos, sendo este patch como 
base para a cria<;ao de uma malha, Esta metodologia possibilita a implementa~ao de 
urn estimador de erros locaL 
4. Adapta<;iio do c6digo auto-adaptativo implementado em [8] para a utiliza~ao do esti-
mador de erros local citado no item anterior. Esta abordagem mostrou que o tempo 
para a obten<;ao de uma malha adaptada e sensivelmente reduzido com a utiliza~ao do 
estimador de erros locaL 
5. Qualifica~ao do c6digo para exemplos que apresentam singularidades. Compara~ao 
dos resultados obtidos com o estimador de erro local com os resultados obtidos com o 
estimador globaL 
A organiza~ao do trabalho consiste da divisao do assunto em quatro conjuntos: 
L Revisao Bibliografica, Metodo dos Elementos Finitos e Metodos Auto-adaptativos: con-
siste na descri~ao da teoria no qual o trabalho esta envolvido, incluindo a descri~ao de 
metodologias e ferramentas que sao utilizadas no desenvolvimento do trabalho. Isto e 
feito nos Capitulos 2,3 e 4; 
2. Descri<;iio da Metodologia Base: Capitulo 5, onde e feita a descri<;iio dos aspectos 
te6ricos e da implementa<;iio desta metodologia em urn ambiente multigrid. Esta des-
cri<;iio detalhada faz-se necessaria em fun<;iio de, atraves da utilizagao de programa<;iio 
orientada a objetos, varias classes ja implementadas estarem sendo utilizadas nestes 
trabalho; 
3. Descrigao da Metodologia Adotada: Implementa<;iio desta no Ambiente PZ e Testes 
de Valida<;iio: descri<;iio da metodologia desenvolvida e implementada neste trabalho, 
sendo realizada no Capitulo 6; 
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4. Extensoes e Conclusoes: Realizada nos Capitulos 7 e 8, onde e realizada a analise do 
trabalho e de seus resultados, as suas possiveis extensoes. 
Assuntos estudados durante o trabalho, cujos vincu!os nao sao diretamente relacionados ao 
trabalho sao apresentados na forma de anexos. Os anexos estao organizados da seguinte 
forma: 
1. de erros de Zienkiewicz e Zhu [26]: dada a importancia deste estimador de 
erros e a sua ampla utiliza~ao, este estimador de erros e descrito no Apendice 
2. Implementa~ao de lVIatriz Bloco Sobreposto: de modo a melhorar a performance do 
solver multigrid, no c6digo auto-adaptativo utilizado como base para o desenvolvimento 
do trabalho, foi implementada uma matriz composta por b!ocos sobrepostos. Esta 
matriz servira de base para a implementagao de urn pn':-condicionador do tipo bloco 
sobreposto, o qual deveni me!horar a performance deste c6digo. Os conhecimentos 
uti!izados nesta implementa<;ao sao documentados no Apendice B; 
3. Reimplementa<;ao de Mudant;a de Coordenadas no PZ: aqui e descrita a primeira abor-
dagem ao ambiente PZ, onde as funt;oes de mudan<;a de coordenadas foram reimple-
mentadas, incluindo o sistema de coordenadas polar e o sistema cilindrico ao PZ. Esta 
implementa~ao e descrita no Apendice C; 
4. Subestrutura~ao: a implementa<;ao de metodos de subestruturagao no ambiente PZ 
serviu para o aluno se ambientar a alguns conjuntos de classes do PZ de grande impor-
tancia ao desenvo!vimento do trabalho, destacando-se as classes de malhas, elementos e 
matrizes. Os conceitos de estruturagao das malhas e elementos e nos foram estudados. 
Os conceitos e a implementa<;ao do c6digo sao descritos no Apendice D. 
Capitulo 2 
Revisao Bibliognifica 
Todo trabalho de pesquisa uma bibliografica, de modo a mostrar o 
est ado da arte no ass unto de interesse, servindo tambem para verificar, dentre as diversas 
possibilidades de implementagao, se resultados de outros trabalhos podem ser aproveitados 
nest e. 
Com a revisao bibliografica, tem-se, alem do ganho conceitual, uma melhor visao do 
caminho a seguir, em fun<;ao das experiencias relatadas por outros autores. 
A revisao bibliografica neste trabalho consistiu de : 
o estudo da bibliografia especffica aos assuntos relativos ao tema do trabalho e 
• estudo de ferramentas necessarias ao desenvolvimento do trabalho. 
A seguir sao descritos os itens constantes da revisao bibliognifica. 
2.1 Revisao Bibliografica Especifica para o Desenvolvi-
mento do Trabalho 
Os principais t6picos necessarios ao desenvolvimento do trabalho sao, na sequencia: 
1. Ferramentas l\ecessarias ao Desenvo!vimento do Trabalho; 
2. Metodo dos Elementos Finitos; 
3. Estimadores de Erro; 
4. Adaptabilidade e 
5. Criterios para auto-adaptabilidade, baseados em analise de estimativas de erro. 
A descri<;ao destes t6picos, dada sua importancia e feita em itens a parte. 
1.5 
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2.1.1 Ferramentas Necessarias ao Desenvolvimento do Trabalho 
principals ferramentas necessaries para o desenvolvimento deste projeto sao softwares, 
destacando-se o sistema operacional Linux, os compiladores GNU-gee, editores Latex e o 
software de visualiza<;;ao de resultados Open DX, todos de dominic publico e com documen-
disponivel estudo. 
Aiem dos programas especificos, faz-se necessaria destacar a utiliza~ao da fi!osofia de 
Orienta<;ao a Objetos e a (Unified Modelling Language), as quais sao descritas abaixo. 
Prograrna<;iio Orientada a Objetos 
filosofia de programa<;ao difere da programa;;;ao procedural, comum em outros tipos de 
linguagens cientlficas tal como pascal, por seu comportamento nao ser ditado pela sequencia 
do c6digo e sim pelo comportamento dos objetos cornponentes do programa. 
principais vantagens da programa<;iio orientada a objetos estao relacionadas ao geren-
ciamento do c6digo e a sua reutilizagao. 
A programa<;iio orientada a objetos apresenta as seguintes caracteristicas: 
e encapsularnento; 
'" heran~a j deriva~ao; 
" polimorfisrno. 
0 encapsulamento consiste em cada objeto apresentar uma serie de dados e fun~oes, cujo 
acesso e controlado, sendo somente permitido o acesso aos dados e fun~oes publica.s. Desse 
modo, acesso e modificagao dos dados do objeto podem ser controlados sendo permitido 
apena.s em determinadas fun<;oes, tornando o c6digo assim mais seguro. 
Com rela;;;ao a heranga e deriva<;ao, essa filosofia de programagao permite que sejam 
criadas classes derivadas de outras ja existentes, tendo as classes derivadas a heranga de todas 
as caracteristicas da classe mae, podendo ser implementados apenas os metodos especificos 
e aqueles cujo comportamento na cla.sse derivada e diferente do comportamento previsto na 
c!asse mae. Assim, o trabalho de implementa<;iio e reduzido. 
A linguagem de programa;;;ao utilizada e C++, com bibliotecas ANSI dos pacotes Linux, 
de dominic publico. 
0 orientador possuir urn conjunto de bibliotecas de elementos finitos desenvolvidos ern 
C++, ambiente esse utilizado como base para o desenvolvimento do trabalho. 0 aluno ja 
possui experiencia nessa linguagem, experiencia essa adquirida em do is trabalhos de inicia-:;ao 
cientifica [23, 22]. 
2.1. REVISli.O BIBLIOGRA.FICA. ESPECiFICA. PARA. 0 DESENVOLVIMENTO DO TRA.R 
UML - Unified Modeling Language 
A consiste da tentativa de criar uma linguagem para modelar desde o planejamento 
ate a execu~ao do c6digo. 
Este tipo de representa~ao do c6digo e muito uti! sob os seguintes aspectos: 
" independe da linguagem de programa<;;ao a utilizar; 
.. todo o c6digo pode ser planejado atraves de uma serie de diagramas podem des-
crever o comportamento global de urn c6digo, os comportamentos de objetos e a im-
plementa<;iio de metodos propriamente dita; 
., induz ao desenvolvimento da documenta<;ao previamente a implementa<;iio do c6digo, o 
que em grande parte dos casos conduz a identifica~iio de problemas de implementa<;iio 
antes que estes ocorram; 
" os diagramas representam o comportamento de programas orientados a objetos 
de melhor maneira que os fluxogramas tradicionais. 
No caso deste trabalho, o estudo de UML foi superficial, sen do utilizados os diagramas 
de classes para a representa<;iio de c6digos implementados. Os diagramas de uso, uteis ao 
planejamento de c6digos, niio foram estudados a fundo. 
0 niio aprofundamento por parte do aluno nesta poderosa ferramenta se deve ao fato de 
estarmos, ate o momento, implementando componentes em urn ambiente ja extenso e com 
planejamento ja realizado pelo orientador, nao existindo quest6es de planejamento global de 
sojtwares, o que ocorreria caso se procurasse desenvolver tudo sem a utiliza<;iio de orienta<;ao 
a objetos. 
As classes foram geradas diretamente atraves da implementa<;ao de c6digos, sendo fei-
tas analises do comportamento de objetos segundo parametros matematicos, sendo para tal 
analise utilizado o software Mathematica da Wolfram (Mathematica 4 ©Wolfram Research-
informa<;6es: http:/ jwww.wolfram.com). 
2.1.2 Ambientac;ao aos Trabalhos ja Desenvolvidos 
Como esse projeto esta inserido dentro de uma linha de pesquisa [11], que Ja possui uma 
serie de resultados implementados, os resultados desse trabalho deverao estender aqueles ja 
apresentados, possuindo estrutura e documenta.;ao padrao, de tal modo que esse possa ser, 
futuramente, utilizado como base de implementa.;iio de outras tecnicas. 
Assim e fundamental a introdugao do aluno ao ambiente, possibilitando o desenvolvimento 
do trabalho. 
Essa etapa iniciou-se pelo estudo do ambiente PZ e, de modo a familiarizar o aluno com 
o ambiente. Como tarefa inicial implementou-se no ambiente PZ classes para transforma<;ao 
de coordenadas, sendo implementadas classes para coordenadas cilindricas e cartesianas. 
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Tambem para a ambienta~ao, todas as classes implementadas pelo aluno foram docu-
mentadas, utilizando urn pacote especifico, o Doxygen (Doxygen@l997-2002 by Dimitri Van 
Heesch), adotado na documentagao do ambiente PZ. Desta forma, a documentagao do codigo 
gerado tern o mesmo padrao de documenta~ao do codigo ja implementado. 
Ambiente 
0 ambiente PZ conta com grande tempo de desenvolvimento e possui urn extenso numero de 
fun<;oes. 
0 conhecimento da filosofia utilizada e dos metodos existentes e fundamental para o enten-
dimento de como a tecnica de refinamento deve ser implementada, que tipo de caracteristicas 
deve possuir, quais dados de entrada deverao ser previstos e como apresentar os resultados. 
Desse modo, concomitantemente com a revisao bibliografica, realizou-se urn estudo da 
doc:urrteni:ag<w do 
0 estudo do ambiente foi feito em duas etapas: 
'" Reimplementagao das classes de sistemas de coordenadas; 
'" Imp!ementac;ao de subestruturagao. 
Na reimplementa<;ao do sistema de coordenadas foram estudados aspectos basicos da progra-
magao orientada a objetos, incluindo urn estudo superficial das classes matriciais e classes de 
malhas. 0 resultado desse estudo e apresentado anexo. 
Ja a implementac;ao de subestruturagao serviu como um estudo mais profundo do ambi-
ente e das classes de maior interesse ao desenvolvimento do projeto. 
Pode-se destacar os seguintes aspectos diretamente ligados ao projeto: 
" estudo da divisao de instancias em geometricas e computacionais; 
" estudo da estrutura de nos geometricos e suas respectivas conectividades computacio-
nais; 
" estudo de elementos geometricos e computacionais; 
" estudo de malhas geometricas e computacionais; 
" introdugao aos conceitos de nos internos e externos; 
" estudo de redugao estatica de nos internos sobre nos externos e 
.. operagao inversa, dada uma solw;;ao nos nos externos como repassar esta aos nos inter-
nos; 
2.1. REVISAO BIBLIOGRAFICA ESPECiFICA. PARA 0 DESENVOLVIMENTO DO TRAB1 
Estes assuntos sao de extrema importancia para o trabalho, uma vez que pretende-se fazer 
a analise de erro em subdomfnios, obtidos atraves da cria<;iio de malhas de patches ele-
mentos, sendo aqui estudado e imp!ementado toda a manipula<;ao de estruturas de blocos de 
conectividades e de solu<;oes, o referenciamento de uma malha filha uma malha pai, etc. 
0 estudo realizado para a implementa<;iio das classes de subestrutura<;iio esta anexo. 
documenta<;ao do ambiente PZ, bern como alguns artigos relacionados ao seu desenvolvi-
mento pod em ser encontrados no seguinte enderec;o internet: http: I /labmec. fee. unicamp. 
brrpz. 
Capitulo 3 
Metodo dos Elementos Finitos - MEF 
vPrsos problemas de engenharia ser modelados matematicamente atraves de 
<:;oes diferenciais. 
A busca da solw:;iio para equa<;oes diferenciais por metodos analiticos e, em alguns casos, 
extremamente trabalhosa e, em boa parte dos casos, algo inviave!, sendo utilizados metodos 
numericos para aproximar a solw:;ao. 
Existem diversos metodos para aproximar a solw:;ao de equagoes diferenciais tais como: 
" Metodo das Diferengas Finitas; 
" Metodo dos Elementos Finitos; 
• Metodo dos Elementos de Contorno, etc. 
0 ambiente PZ, desenvolvido pelo grupo de pesquisa do Orientador, tern implementadas 
classes que permitem a aproxima<;iio de problemas lD, 2D e 3D atraves da utiliza<;iio do 
MEF e, com base neste ambiente, descrito em artigos tais como [11] que e desenvolvido esse 
trabalho. 
Urn dos problemas do MEF que e abordado neste trabalho, e que a qualidade da aproxima-
<;iio depende da discretizagao utilizada e da ordem dos polinomios aproximadores utilizados, 
podendo os resultados gerados nao representar, de forma satisfat6ria, a realidade. 
Para melhorar os resultados pode-se refinar a malha ou aumentar a ordem polinomial das 
fun<;oes testes utilizadas, existindo diversas formas de implementa<;iio desta adaptabilidade, 
sendo comuns as tipo: r, h, p e combina~oes dessas [19]. 
A escolha do metodo de adapta~ao e importante, pois a eleva~ao excessiva da ordem de 
interpola<;iio das fun<;oes de forma pode gerar instabi!idade numerica e, conseqiientemente, 
apresentar resultados insatisfat6rios. 
Este trabalho busca o desenvolvimento de metodos genericos, onde a auto-adaptabilidade 
e governada por urn parametro de erro estimado atraves da comparagao das aproxima<;oes 
de duas malhas com graus de refinamento hp distintos. 
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Assim, para a introdu~ao dos conceitos relativos ao metodo dos elementos finites sera 
utilizado urn problema modele: a equa~ao de Laplace em tres dimensoes. Ressalta-se que o 
metodo nao e aplicavel a apenas este problema. 
3.1 Metodo Elementos Finitos 
0 e uma metodologia para aproxima~ao de problemas diferenciais de valor de contorno. 
Tal metodologia consiste nos seguintes passos: 
" dado a formula<;iio diferencial do problema obter a formulagii.o fraca do problema; 
., aplicac;ii.o do metodo de Galerkin para o espac;o de func;oes adotado; 
" resoluc;ao 
., analise da solw;:iio obtida. 
Para descrever esta metodologia e utiiizado urn problema modele, a expressao de Laplace, 
sen do desenvol vidas todas as eta pas consideradas acima. 
3.1.1 Problema Modelo- Equa~,;ao de Laplace 
Consideremos urn dominic 0 em R3 , submetido a duas condic;oes de contorno (CDC) em suas 
faces: 
" r D: Condic;ao de contorno de Dirichlet, onde o valor da varia vel de estado e fixada; 
., rN: Condic;ao de contorno de Neumann, onde o valor da func;ii.o fluxo no contorno e 
flxada; 




u = uD If (x,y,z) E fD 
~~ = 9 If (x,y,z) E fN 
(3.1) 
1 Foi adotado urn sistema de coordenadas cartesian a apenas para a representa~ao da expressao. A ado~ao 
de outros sistemas de coordenadas apenas alteraria a representa<;ao da expressao. 
0 Ambiente PZ, onde os metodos estao sendo implementados contempla os sistemas de coordenadas 
Cartesiano, Cilindrico e Esferico. 
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" au - Bun + &un + aun 2 · indica a normal ao con•orno de ~ - fu X . ~ y · 8z z · L 1 
" f = f(x, y, z), (x, y, z) E !1: fun~ao definida para todo o domfnio. 
e uD = u0 (x, y, z), (x, y, z) E condi~ao de contorno Dirichlet, onde u0 e o valor fixado 
estado nesta regiao do contorno; 
" g = g(x, y, z), (x, ErN.: condi<;ao de contorno l\eumann, onde g(x, y, z) eo fiuxo 
imposto naquela regiao do contorno; 
3.1.2 Formula<;;ao Fraca 
Por simplicidade, inicia!mente, sera aqui mostrada a metodo!ogia para a obten~ao da formu-
la<;ao fraca para o caso da CDC Dirichlet homogenea, ou seja: u0 (x, y, z) = 0\i (x, y, z) E fn. 
Desta forma, sendo v = v(x, y, z) uma fun<;ao teste utilizada, esta se anulara no contorno 
fn, ou seja: 
v(x,y,z) = 0 \i (x,y,z) E fn (3.2) 
Multiplicando-se a expressao (5.1) pela fun<;ao teste v e integrando o resultado sobre todo 
o domfnio !1, temos: 
(3.3) 
Considerando que a fun<;ao teste v e continua, pode-se integrar por partes o !ado esquerdo 
da expressao acima, tendo como resultado: 
(3.4) 
onde v denota o gradiente da fungao. 
Observe que a integral no contorno ficou reduzida apenas ao trecho onde e aplicada a 
CDC Neumann pela simplifica<;ao adotada de que a fun<;ao v e nula na regiao do contorno 
onde esta aplicada a CDC Dirichlet (homogenea). 
Desta forma, o problema inicial passa a ser representado agora pelo seguinte problema 
equivalente: 
{ 
Encontraru(x, y, z) E H 1(fl), tal que 
In vu vv = fr.~ g v +In f v 
para toda fun<;ao testev, tal quev = Oemfn 
(3.5) 
2nx j ny e nz indicarn os vetores unitB..rios normais as superficies de contorno. 
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que ocorra a equivalencia entre a forrnulagao fraca e a formulagao forte ha a neces-
sidade de algumas defini<;oes extras a saber: 
L fungao teste adotada deve pertencer ao espafO de funr;oes teste admissiveis, sendo 
este espat;o definido como: 
= { v(x, y, z) jv(x, y, z) = 0 V (x, y, z) E [ D: v E H 1 (!1)} (3.6) 
2. As fungoes f e g devem ser quadrado integravel ( o quadrado da fungao deve ser into-
gravel) ern !1 e Cv respectivarnente. 
Outro aspecto importante a ser destacado e a possibilidade de representar a forrnulagao fraca 
atraves de urn terrno bilinear e urn termo conforme mostrado ab:1ixo: 
l b(u = r vu vv ' JD l(v)=frNgv+fnfv e ass1m: b(u,v) = l(v) (3.7) 
Essa representa<;ao mostrar-se-a uti! quando do estudo de convergencia de estimadores de 
erro, onde a esta fungao sera acrescido urn termo de residuo. 
CDC Dirichlet Nao Homog€mea 
Neste caso teremos que uo 0 e assumindo que a fuw:;ao u0 adrnita a "translagao" uo, 
definida em todo o domfnio !1 e satisfazendo todas as condi<:;oes de regularidade irnpostas 
para a solugao, temos que u0 devera estar contida dentro do espa<;o de Sobolev H 1(!1). 




Encontraru(x, y, z) E u0 + 1/, tal que 
b(u,v) = l(v) 
para toda fungao teste v E 1/ 
uo + 1/ = {uo + v, v E 1/} 
(3.8) 
(3.9) 
Desta forma, tendo-se urna fungao u0 que satisfaga as condigoes irnpostas acima, temos que 
a fun<:;ao resultante u independe desta extensao, o que torna possivel a seguinte substitui<;ao 
de variaveis: u = uo + w, com w E V e satisfazendo todas as condig6es de continuidade 
impostas a u. Com isto, a formula<;ao variacional pode ser reescrita da seguinte forma: 
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{ 
Encontrar y, z) E , tal que 
b(w,v) = l(v)- b(iio, 
para toda fun<:;ao teste v E V 
(3.10) 
Ressalta-se que, desta forma, pode-se calcular a fun~ao iio que satisfaz a condigao de 
extensiio e entiio, definindo-se : lmod = l( v) - b(u0 , , como sen do a parte linear modificada, 
podemos substituir na expressao acima e voltar a ter o mesmo padrao de expressao que aquele 
encontrado para as CDC homogeneas. 
3.1.3 Metodo de Galerkin 
Considerando que temos a formulagiio fraca para o problema, o metodo de Galer kin consiste 
na restri~ao do espa<;;o de fun<;;oes teste urn espago C , espago este composto 
por uma base de dimensiio Assim o problema a ser resolvido passa a ser: 
{ 
Encontraruh(x,y,z) E ii0 + y,rh, tal que 
b(uh,vh) = l(vh) 
para toda fungiio teste Vh E Vh 
Com rela<;;iio a base de fun<;;5es utilizada, esta pode ser representada por: 
onde Nh = dim(Vh) indica a dimensiio do espa<;o de aproxima<;;iio. 
(3.11) 
(3.12) 
Dentro deste espat;o, procura-se a solu<;;iio para o problema sob a forma da seguinte com-
bina<;;iio linear: 
l'lh 
uh = Lahiehi 
i==l 
(3.13) 
Os coeficientes ahi, a serem determinados, sao denominados graus de liberdade (d.o.f). 
Substituindo a expressao acima na formula<;ii.o fraca do problema e, ainda, adotando como 
fun<;;oes teste a mesma base de fun<;6es utilizada para representar uh, ou seja v = ehj j = 
1, 2, ... , Nh, chegaremos a seguinte representa<;ii.o do problema: 
{ 
Encontrarahi i = 1, 2, ... , Nh, tal que 
b("L~1 ah,(ehi, ehJ)) = l(ehj) 
j = 1, 2, .. . Nh 
(3.14) 
0 metodo de Galerkin consiste na utiliza<;iio do espa<;;o de fuw;oes de interpola<;;iio e, 
atraves de manipula<;iio da formulat;iio variacional, transform3.-la numa expressiio algebrica. 
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Em principio, a aproxima.;iio depende somente do subespa.:;o adotado Vh, independendo 
da base de fun<;oes escolhida ehi· pratica, a escolha base de fun<;oes afeta o condiciona-
mento do sistema final, implicando diretamente sobre os erros de arredondamento, os quais 
podem ser significativos [6, 7]. 
Para finalizar, para o problema em questiio, pode-se algumas mudan<;;as de nota<;iio 
conforme segue: 
" Definindo-se a matriz de rigidez global Sii como sendo: 
(3.15) 
" 0 vetor carga modificado u;wd dado por: 
(3.16) 
,. 0 vetor de carga original Lj e dado por: 
(3.17) 
E assim o problema pode ser escrito da forma usual: 
{ 
Encontrar ahi i = 1, 2, ... , Nh, tal 
vNh S _ Lmod 
L...i=l 0-hi ij - j 
j = 1,2, ... Nh 
que 
(3.18) 
Este sistema pode ser representado por [S] * [a] = [L], ou seja, urn sistema linear com 
inumeras tecnicas de resolw;ao. 
0 Metodo dos Elementos Finitos - MEF 
0 MEF e urn caso especial do metodo de Galerkin, onde uma sistematica para constru<;iio 
da base de fun<;oes a ser utilizada no metodo de Galerkin e definida. No caso deste trabalho 
especifico, esta sistematica e utilizada para modifica~ao da base de fun~oes. 
Essa constru~iio leva em considera~iio a parti~iio do domfnio !1 em subdomfnios, forman do 
uma malha, sendo cada subdomfnio denominado elememo finito e, para cada urn destes ele-
mentos sao introduzidas fun<;oes de forma <l'>k· Estas fungoes de forma tern como caracteristica 
principal o fato de seu valor nos n6s da malha assumir urn valor binario, sendo 1 no n6 para 
o qual a fungiio foi definida e urn conjunto de zeros para os outros n6s da malha. 
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3.2 Defini<;;6es 
Antes de prosseguir com a discussao do rnetodo dos elementos finitos e entrar no campo da 
analise da qualidade da aproxima<;ao, faz-se necessario introduzir algumas nota<;oes que serao 
utilizadas na sequencia. 
3.2.1 Predsao da 
0 MEF fornece a fun<;ao que mais se a proxima da fun<;ao procurada3 , dentro do subespa<;o 
Vh escolhido. Entretanto, a escolha do subespa<;o mais adequado depende de variaveis poucas 
vezes conhecidas na pratica. 
Caso o subespa<;o escolhido Vh nao seja adequado, a fun<;ao encontrada nao apresentara 
uma precisao satisfat6ria, necessitando entao esses resultados de urna analise para verificar 
essa prec1sao. 
Para todo subespa<;o escolhido, a restri<;ao do espa<;o de fun<;oes teste implica na inser<;ao 
de urn erro. 0 erro da aproxima~ao e dado por: 
e(x) = u(x)- uh(x) (3.19) 
onde: 
e(x): erro da aproxima<;ao no ponto x4 ; 
u(x): valor da func;ao u(real) calculada no ponto x; 
uh(x): valor da fun<;ao uh(aproximada) calcu!ada no ponto x. 
3.2.2 Aspectos Relacionados ao Subespa<:;o de Aproxima<:;ao Vh 
A esco!ha do subespac;o Vh em programas que se utilizam do MEF e determinada pela ma!ha 
de elementos finitos nao sendo alterada durante o processo de ca!cu!o. 
Isto pode ser verificado pelo fato deste subespa<;o ser determinado pela discretiza<;ao utili-
zada, representada pela malha de elementos finitos, sendo considerados tanto o "tamanho" do 
elemento, como tarnbem a localizac;ao de seus n6s (pontes onde o problema sera discretizado ). 
0 outro parametro que influencia a escolha do subespa<;o e a base de fun gao a ser utilizada, 
sendo esta pre definida para cada tipo de elemento que o programa contempla. Urn tip6 
comum de base utilizada e a base polinomial. 
Como ja mencionado anteriormente, a precisao da aproximagao esta ligada diretamente ao 
subespa<;o Vh adotado, assim quando se quer me!horar esta aproximac;ao existe a necessidade 
de se adaptar o subespa<;o de aproxima<;ao. 
Em termos de defini<;ao, os parametros que influenciam a aproximac;ao sao: 
3 Quando o erro e medido pela norma de energia. 
4x deve ser entendido com urn ponto, com numero de coordenadas compativel com a dimensao do problema 
e com o sistema de coordenadas adotado. 
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" h: parametro relacionado a discretizac;ao da malha, normalmente associado ao "tama-
do ele:mer1to; 
" r: parametro relacionado a disposi,_;ao dos n6s dos elementos na malha; 
" p: parametro relacionado a ordem dos polin6mios, de cada elemento, utilizados como 
base para o espac;o h. 
Dimensao e forma de urn elemento 
Tanto dimensao como forma do elemento sao parametros que influenciam a aproximac;ao. 
Entretanto, para definir estes parametros, devemos ter em mente que diversos tipos de 
elementos finitos podem ser utilizados, sendo necessario assim uma padronizac;ao da nomen-
cmtm:a utilizada. sera adotada a definic;ao dada em [1]. 
Assim, define-se: 
" hk = maxz{ h:}, h: = supx,y Ek (x - y[, sendo ht a maxima distancia entre os n6s do 
elemento k, distancia esta tomada dois a dois. Desta forma este parametro indica o 
diametro do circulo circunscrito ao elemento; 
" pk: indica o diametro de urn circulo inscrito ao elemento k; 
" "'k = '!:.k.: indice que indica a forma do elemento, definido como a regularidade do 
Pk 
elemento k. 
3.2.3 Adaptabilidade e refinamento 
Como mencionado acima, no caso da aproxima~ao encontrada nao ser aceitavel, deve-se en-
riquecer o espa~o de aproxima<;ao. 0 resultado do enriquecimento do espago de aproxima<;ao 
e denominado espac;o, ou malha, adaptado(a). 
Assim, a adaptabilidade consiste no enriquecimento do espa<;o de fungoes Vh, onde este 
enriquecimento poder ser feito atraves do refinamento dos parametros h, r, p, ou ainda a 
combinagao de destes. 
0 refinamento h consiste na redur;ao do tamanho dos elementos componentes da malha, 
enquanto o refinamento p consiste na elevac;ao da ordem dos polin6mios da base de fun-
goes teste. 0 refinamento hp, objeto deste trabalho, consiste no refinamento destes dois 
parametros para a mesma malha. 
Nao sera tratado do refinamento r neste trabalho. 0 refinamento r consiste no posicio-
namento 6timo dos n6s que definem a malha de elementos finitos. 
Capitulo 4 
Auto- adaptabilidade e Estima<_;ao de 
Erros 
Os estudos aqui realizados tern uma unica motivagao: desenvolver metodos que tornem au-
tomatica a aproxima~ao de solw;oes para problemas de valor de contorno, com precisao 
adequada, mesmo em caso onde as fum;6es a aproximar nao sao conhecidas. 
Para tal, a ferramenta utilizada e a adaptabilidade de espa<;os de aproximagao e de fungoes 
para o metodo dos elementos finitos, tendo como parametro de analise urn erro estimado 
atraves da diferen<;a entre duas aproxima<;oes, sendo uma proveniente de uma malha com urn 
refinamento hp qualquer e outra desta mesma malha refinada uniformemente em hp. 
4.1 Adaptabilidade 
A melhoria do espago de aproxima<;oes, quando se tern o conhecimento previo do padrao da 
solu<;ao, e relativamente facil. Entretanto, quando esse padrao de solu<;ao nao e conhecido, 
esta escolha torna-se dificil. 
A busca de formas de melhoria do espago de aproximagoes de maneira automatica esta 
intrinsicamente ligada a obtengao de urn parametro que indique os parametros de refinamento 
que aumentem a qualidade da solugao. 0 parametro que indica a qualidade da aproxima<;ao 
eo erro. 
Entretanto, o erro real s6 pode ser obtido quando se tern o conhecimento previo da solu<;ao 
do problema o que nao e o caso pratico, sendo assim necessaria uma estimativa de erro. 
A obten<;ao desta estimativa de erro e, de certo modo, o cerne de qualquer metodo auto-
adaptativo, sendo a descri<;ao de todos os aspectos envolvidos em sua obten<;ao descritos na 
sequencia. 
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.2 Estimadores de Erro 
Para a analise de uma aproxima~ao gerada por meio de uma metodologia de elementos 
finitos ha a necessidade de se ter urn parametro para verificar sua qualidade, sendo o erro o 
parametro que melhor expressa essa qualidade. 
Caso se conhecesse o resultado analitico de urn problema, o calculo do erro seria simples, 
bastando escolher o tipo de norma. Como a obtew;ao da solu~ao analltica e algo que se tern 
apenas para os problemas utilizados na valida<;ao de codigos, sendo na pratica, algo inviavel 
para a maioria dos problemas nos quais sao utilizados metodos numericos, os metodos auto-
adaptativos utilizam-se de uma abordagem na qual o erro da aproxima<;ao e estimado. 
A teoria de elementos finites mostra que o erro tende a zero a medida que a dimensao 
do espa<;o de interpola<;iio e enriquecido (refinado) de maneira adequada, ver [21], ou seja a 
solu<;ao aproximada tende a solu~iio real, quanto maior for o refinamento adotado. 
Diversos parametres podem ser utilizados na estima~ao do erro, tais como compara~ao 
entre aproxima<;oes para diferentes espa<;os, compara<;ao entre o gradiente calculado e urn 
gradiente estimado, analise de derivadas, dentre outros. Entretanto, cuidado especial deve 
ser tornado na escolha do parametro para estimar o erro em cada caso, pois caso a curva de 
erro estimado nao aproxime de maneira adequada a curva de erro real, pode-se ter resultados 
falsos, uma vez que a convergencia do estimador de erros para zero nao necessariamente 
indica que o erro real tam bern est a tendendo a zero ( ver [1]). 
Assim, a escolha de urn estimador de erros deve ser precedida de algumas analises, con-
forme descrito na sequencia, de modo a garantir que o resultado final realmente aproxime a 
solw;ao. 
4.3 Aspectos Te6ricos dos Estimadores de Erro 
Para se estimar o erro parte-se do principio de que quanto maior o enriquecimento de urn 
espa<;o de aproxima<;5es, melhor sera o resultado. 
Assim, caso se compare o resultado obtido da utiliza<;ao de urn espa<;o de interpola<;ao 
com parametres h0 e Po, com aqueles obtidos atraves de urn espa<;o enriquecido hn-Pn, onde 
hn:5,h0 e f5n?.Po, poderiamos calcular o erro entre as duas aproxima<;oes sabendo que a ultima 
e de melhor qualidade que a primeira. 
Os estimadores de erro podem ser baseados em dois grupos: a priori e a posteriori [1]. 
Os estimadores de erro do tipo a priori representam urn desafio para pesquisadores que 
se utilizam de analise numerica, sendo baseados em estimativas, como o valor da segunda 
derivada da fun<;ao procurada por exemplo, sendo para tal necessario o conhecimento das 
fun<;6es envolvidas no problema bern como de sen comportamento. Entretanto, no caso de 
aplica<;5es de maior complexidade, onde as fuw:;oes analisadas nao sao conhecidas, esse tipo 
de estimador nao se mostra interessante. 
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Os estimadores de erro do tipo a posteriori tem sen desenvolvimento relativamente re-
ceiiie. tendo como primeiro trabalho de destaque [2], onde o estimador de erro baseia-se nas 
aproxima~oes da norma de energia do erro em cada elemento da ma!ha. 
0 uso da formu!at;iio de energia complementar para a obten<;iio a posteriori do erro foi 
feita por . Entretanto, uma vez que seu metodo era baseado no compute global da solugiio, 
este tornava-se oneroso em termos de tempo de processamento. problema foi 
contornado por Ladeveze e Leguillon [18] que realizaram os c§Jculos baseados na energia 
complementar de cada elemento, alem do uso do conceito de dados de equilibria de contorno. 
Diversos trabalhos foram feitos utilizando diversos tipos de estimadores de erro, destacando-
se o de Zienkiewicz e Zhu [26], cujo estimador de erro, baseado na obten<;iio da diferent;a entre 
o gradiente de uma solugiio suavizada e o gradiente calculado originalmente, mostrou-se efi-
caz, tornando-o muito popular. 
4.4 Aspectos Matematicos dos Estimadores de 
A qualidade de um estimador de erro, para nma solugiio de elementos finitos, esta ligada a 
malha, considerando como malha nao apenas a partigiio dos elementos, mas tam bern o espago 
de interpolagiio adotado. 
Recorrendo as notagoes definidas anteriormente, temos; 
e(x) = u(x)- uh(x) ( 4.1) 
on de: 
u(x): solu<;iio exata no ponto (x); 
uh(x): solugiio numerica (aproximada) no ponto (x). 
Entretanto, niio nos interessa apenas o erro em determinados pontos e sim no domfnio 
analisado. Para tal e inserido o conceito da fungiio norma. 
A fungiio norma e uma fungiio que realiza o mapeamento de uma fungiio para um numero 
real. As principais normas utilizadas no estudo de estimadores de erro sao: 
" norma de energia Jleff 2 = a(u- ux, u- ux), com a: forma bilinear; 
" norma Lz : ffefl 2 = fn fu- uhf2 dx; 
,. norma Leo: [feffoo= sup{[u(x)- uh(x)f, (x) E fl}. 
4.4.1 Propriedades dos Estimadores de Er:ros 
Para analisar as caracterfsticas basicas de estimadores de erro do tipo a posteriori, recorre-se 
a formulagiio fraca do problema modelo, mostrado anteriormente na equa<;iio (3.5). 
Utilizando o subespago Vh tem-se: 
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B(uh, =L(vh)\/vhE 
Desta forma, conforme [lj, a fun~ao erro, apresentada em (4. , penence ao espa~o e 
satisfaz: 
B(e, = B(u, v)- B(uh, = L(v)- B(uh, Vv E (4.3) 
Ainda, dada a condi~ao de ortogonalidade do erro para proje<;oes de Galerkin (ver [1]), 
tem-se que: 
( 4.4) 
Levando-se em considera<;:ao as expressoes (4.3) e (4.4), integrando-se a primeira por 
partes, em cada elemento: 
r (vevv)dx = r (rv)dx + J: (vvelknk)ds h h hk 
sen do: 
e: fum;ao erro procurada; 
v: fun<;:ao teste ou peso; 
r: fuw:;ao residual ou residuo r = f + .6u; 
nh:: vetor normal a face do elemento; 
k: elemento em analise. 
( 4.5) 




R "" nt:ve, 
CL C2 : constantes que dependem da malha, principalmente do tamanho do elemento (hk); 
Caso a aproxima<;ao do f!uxo no contorno (g + R), represente uma boa aproxima<;iio ao 
f!uxo real, temos que a expressao acima fornece o limite superior para o erro em fun~iio do 
residua. 
Ainda, definindo-se: 
e TJk: como a estimativa de erro em cada elemento k. 
" rr como a estimativa de erro na malha de elementos finitos. 
A estimativa de erro na malha pode ser obtido atraves da seguinte expressao: 
(4.7) 
4.4. ASPECTOS MATEMATICOS DOS ESTIMll.DORES DE ERRO 33 
onde e a partic;ao adotada e k urn deterrninado elemento da partic;ao. 
Para que urn estirnador de erros seja utilizavel este deve respeitar a seguinte propriedade: 
( 4.8) 
ou seja, a estimativa do erro deve convergir para zero a rnesrna taxa que o erro real converge. 
A qualidade de urn estirnador de erros e rnedida atraves do indice de efetividade, dado 
pela relac;ao: 
(4.9) 
Dada a importancia do estirnador de erros de Zienkiewicz e Zhu [26] este e descrito nos 
anexos do trabalho. 
apitulo 5 
Metodo Base - J\!lodelo Demkowicz e 
Devlo 
0 modelo auto-adaptativo que serve de base pam o modelo que sera implementado neste 
trabalho foi inicialmente proposto por Demkowicz, Rachowicz e Devloo em [8[. 
0 metoda utiliza-se de um estimador de erros baseado na diferen<;a das aproxima96es entre 
duas malhas, sendo com esta estimativa de erro definidos os elementos com erro significative 
e que necessitam de refinamento. 
A analise do padrao hp de refinamento e feita atraves da analise de cada aresta do ele-
mento, conforme metodologia criada peio Prof. Demkowicz (ver [8]). 
Esse moclelo foi validado e esta sendo incorporado em ambientes auto-adaptativos, tais 
como o 2Dhp90 e :3Dhp90 do TICAi'vl - The University of Texas at Austin (ver [6, 71). '\fo 
ambientc PZ, esta tecnica foi implementada pelo Prof. Devloo, com utilizac;ao de analise 
mutigrid. 
Esquematicamente o metoda e mostrado na Figura (5.1), onde dada uma malha unifor-
memente refinada hp e a malha nao refinada, e feita a estimativa do erro em cada elemento. 
Os elementos com erro "relevante" sao selecionados para a analise do padrao de refinamento 
hp. Tmdo-se o padrao 6timo de refinamento de cada elemento, este padrao e impasto na 
malha nao refinada, obtenclo-se desta forma a malha adaptada. 
Sendo este processo realizado de maneira recursiva, ate que algum criteria de parada 
relacionado ao erro seja satisfeito, chega-se a malha adaptada com padrao hp requerido para 
obter a solu~ao com a precisao estipulada. 
Com relaGiio aos resultados, o metoda apresentou taxas de convergi'mcia exponencial. 
conforme a teoria de elementos finites preconiza, justificando assim a sua utiliza~ao neste 
trabalho. 
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Metodo Auto-adaptativo Base 
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5.1 Aspectos Te6ricos 
Existem trabalhos publicados com diversos tipos de estimador de erro, conforme pode ser 
observado em [20], [26] e [3], dentre outros. 
0 estimador de erro implementado para este metodo consiste no caJculo da diferen~a 
solw:;ao de duas malhas com espat;os de interpola<:;ao hienirquicos e distintos. 
0 valor estimado para o erro e calculado elemento a elemento, como sendo a diferen~a 
entre o valor do gradiente da solu<:;ao na malha fina e o valor do gradiente da solu<:;iio na 
malha grossa. 
0 valor do gradiente e facilmente obtido para cada elemento, sendo de fato necessaxio 
para os calculos da aproxima<:;iio. 
5.1.1 
No caso implementado, onde o calculo do erro e feito atraves da diferen<:;a dos resultados 
entre duas malhas hien1rquicas, prova-se a convergencia do estimador de erro para o caso uni-
dimensional. Esta demonstra<:;iio para malhas unidimensionais e feita em [8] e reproduzido 
abaixo. Dado o seguinte problema modelo: 
{ 
u E UD + "V 
b(u, v) = l(v) \f v E "V (5.1) 
onde: 
V c H 1(0, l): espa<:;o de fum;oes teste; 
fiD E H 1(0, l): condi<;iio de contorno de Dirichlet; 
b(u, v), l(v): formas bilinear e linear dos termos da equa<;iio diferencial do problema de 
valor de contorno, podendo ser escritas da seguinte forma: 
{ 
b(u, v) = J~(a.u'v' + bu'v + cuv)dx + {:Ju(l)v(l) 
i(v) = JJ(Jv)dx + gv(l) (5.2) 
com a(x), b(x), c(x), f(x) e f3 satisfazendo as condi<;oes de regularidade necessarias. 
Dada uma malha h - p com o seu respectivo espa<;o "Vhp C V a solu<;ao aproximada pelo 
metodo de Galerkin sera: 
{ 
Uhp E UD + "Vhp 
b( Uhp, Vhp) = l( Vhp) \f Vhp E Vhp (5.3) 
Temos, para este caso, que o estimador de erros converge, sendo limitado por: 
com C > 0, sendo uma constante que depende do espa<:;o de interpola<;iio (ver [8, pag. 
4]). 
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5.1.2 Determina~ao do Padrao de Refinamento dos Elementos 
Analise Uni-dimensional 
tecnica implementada, apresentada em [8], consiste na minimizar;ao da projec;ao do erro 
de interpolac;ao, devido ao refinamento hp em cada aresta do elemento. 
0 metodo tern como primeiro passo o calculo do interpolante u~,P' onde n denota a ordem 
do interpolante, sendo este obtido atraves da diferen<:;a entre uma solw:;ao proveniente da 
malha uniformemente refinada, u~,p+l' e a soluc;ao da malha original, Uh,p· 
Tendo o interpolante calculado, o passo seguinte e a projec;ao da diferenc;a entre a soluc;ao 
da malha refinada e do interpolante no espa<:;o das func;oes teste das arestas dos elementos 
da malha, Vh (e) , e dada que a so!w;ao nos nos externos e igual para a ma!ha refinada e a 
refinada u 11 +' - uf: P = 0 para estes nos. 2 ,p * o, 
Desta forma, o problema passa a ser encontrar a combinac;ao hp que minimiza a diferen<;a 
entre o interpolante e a projer;ao da solu<;iio obtida do refinamento hp no interior da malha. 
Observe que por trabalhar apenas com espa<;os de funr;oes e com proje<;oes de espar;os, 
esta metodologia pode ser aplicada a uma serie de elementos, independente de sua topologia. 
0 objetivo do metodo e definir urn refinamento, com parametres hp, com numero de graus 
de liberdade menor que o numero de graus de liberdade da solur;ao uniformemente refinada 
hp, com resultados proximos a esta, ou seja minimizando esse erro. 
As combina<;6es nas quais sera procurada a combinac;ao hp otimas sao todas as combina-
r;oes possfveis de Pkref e Pkref' sendo estas as ordens dos subelementos da aresta analisada, 
tais que: 
1 -Lp2 - +' PKrej ' Kref - PK 4 (5.5) 
Tambem e analisado o erro obtido devido ao refinamento p, sendo: 
PKref = PK + 1 (5.6) 
0 erro entre a aproximac;ao fornecida u e a aproximar;ao calculada u no elemento K, 
utilizando o refinamento com numero de graus de liberdade menor sera: 
(5.7) 
A minimizagao desse erro, que representa urn "residuo" pode ser aproximada por: 
(5.8) 
Algebricamente: 
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K = { 7}/ . .,J/dx ldnK -z ' 1 (5.9) 
(5.10) 
(5.11) 
A combina<;ao de refinamento hp que apresentar o menor erro para cada aresta sera 
retornada em termos dos parametros de refinamento hp para o subelemento 1 e hp para o 
subelemento 2, ou ainda urn refinamento exclusivamente p. 
Esquematicamente, o processo e demonstrado na Figura (5.2). 
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Dois pontos siio destacados em [6J a respeito deste modelo de defini<;iio do padriio de 
refinamento: 
1. Esta proje<;iio do erro interpolado leva a padr6es de convergencia h 6timos e a padr6es 
p pr6ximos ao 6timo. Assim, sua minimiza<;iio em todos os elementos deve conduzir a 
uma malha proxima a malha 6tima; 
2. A estimative de erro niio necessariamente necessita ser calculada globalmente, podendo 
isto ser localmente, elemento a elemento. E neste aspecto que este trabalho se 
ap6ia. 
0 aspecto da possibilidade de calculo do erro e dos padr6es de refinamento localmente e 
interessantes sob o aspecto da possibi!idade de paraleliza<;iio do metodo. 
reitinan1er1to para o elemento 
A tecnica descrita anteriormente mostra como obter os padriies de refinamento 6timos para 
cada aresta, sendo necessario compatibilizar estes resultados dentro de cada elemento e de 
seus vizinhos. 
A analise do elemento e feita em cada n6, sendo necessaries as seguintes considera~oes: 
" Caso qualquer aresta que contribua para o n6 requeira refinamento h em seu padriio 
6timo, 0 refinamento h e adotado, passando-se entiio a analise do padriio de refinamento 
p em cada subelemento. Caso niio exista refinamento h nos padroes de refinamento 
6timos e entiio adotado o refinamento p uniforme, com p igual ao maior refinamento p 
de todos as arestas; 
" No caso de refinamento hp definem-se os padr6es Pk e Pk, levando-se em considera~ao 
as combina~6es nas arestas cujo erro de aproxima~iio e maior e levando em considera.;iio 
o numero maximo de graus de liberdade admissivel para o elemento refinado (ver 5.5, 
pag. 38). 
Tendo-se refinado os elementos, a malha obtida e considerada como a malha adaptada. 
5.2 Implementa~ao do Estimador de Erros e da Auto -
Adaptabilidade 
0 estimador de erros proposto, consistindo da diferen~a entre os resultados de duas malhas, 
esta implementado em conjunto com metodos multigrid, onde a diferen~a entre os resultados 
de uma malha grossa e uma malha uniformemente refinada ( h e p) e utilizada como estimative 
de erro para a defini<;iio dos parametros de refinamento. 
No c6digo sao implementados os seguintes passos: 
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1. Calcular a matriz de transforma<;ao da solu<;ao da malha grossa para a malha refinada; 
2. De posse da informa<;ao de refinamento entre as duas malhas e feito o caJculo do erro, 
elemento a elemento, obtendo o erro na malha como sendo o somatorio do erro dos 
elementos. 
0 refinamento hp, conforme ilustrado na Figura (5.3), e feito baseado em uma analise unidi-
mensional, aresta a aresta, em busca de qual combina<;iio de ordens p e refinamentos h, em 
urn determinado elemento, melhor aproxima uma solugiio obtida atraves de urn refinamento 
uniforme hp, com urn numero de graus de liberdade menor que esta. 
Urn aspecto ressaltado e a necessidade de ter-se uma solu<;ao relativa a malha unifor-
memente refinada em hp. Apesar de parecer urn contra-senso, quando inserido em uma 
metodologia multigrid, torna-se razoavel, pois nesse metodo os refinamentos sao feitos de 
modo a minimizar as baixas freqiiencias do erro, enquanto o "desrefinamento" serve para 
reduzir as altas freqiiencias do erro. 
N a versiio atual nao ha c!asse especffica para o calculo do erro ou para a adaptabilidade 
tendo estes sido implementados como metodos da C!asse TPZMGAnalysis, conforme sera 
posteriormente descrito. 
5.2.1 Classe TPZMGAnalysis 
Esta classe, derivada da classe TPZAnalysis, realiza os procedimentos necessarios para o 
calculo da solugao, dado urn objeto do tipo malha computacional (maio res detalhes sobre a 
estrutura do ambiente PZ ver [10]). 
A estrutura da classe e baseada em urn vetor de malhas computacionais, relativas aos 
ciclos multigrid. Dessa forma, sao acrescidos metodos para o gerenciamento desse vetor e 
tambem a manipula<;ao do referenciamento entre uma determinada malha computacional e 
a malha geometrica. 
Destaca-se que durante o processo, existe uma unica malha geometrica, sendo esta refe-
renciada pelas malhas computacionais refinadas. A Figura (5.4) ilustra urn exemplo desse 
referenciamento. 
Esse gerenciamento das referencias da malha geometrica tambem e feito dentro da classe 
TPZMGAnalysis. 
Os metodos implementados nesta classe sao descritos na sequencia. 
void AppendMesh (TPZCompMesh *mesh) 
Adiciona urn ponteiro para uma malha computacional *mesh ao vetor de ponteiros para 
malhas computacionais. 
Esse metodo e utilizado para acrescentar uma nova malha ao ciclo multigrid. 
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Figura 5.3: Esquema de funcionamento do metodo auto-adaptavel baseado no estimador de 
erros proposto 
Entrada: ma!ha fine, maiha coarse, 
fungao analities (caso se tenha) ~ 
Retoma: malha computacional refinada 
erro na aproxima~o - total error 
erro rea! - caso se tenha solucao analitica 
efetividade do estimador de erros 
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5.2. IMPLE1'viENTA(:li.O DO ESTIMADOR DE ERROS E DA AUTO -ll.DA.PTA.BILIDADE 42 
Figura 
TPZCompMesh* PopMesh() 










Retira o ultimo ponteiro para rnalha computacional do vetor de ponteiros para malhas com-
putacionais, sendo tarnbem rernovidos o solver e o pre-condicionador associados. 
TPZCompMesh* UniformlyRefineMesh (TPZCompMesh *mesh) 
Realiza urn refinarnento uniforme hp em uma malha criada a partir de *mesh, retornando 
a malha refinada, a qual sera utilizada para o caJculo do erro e defini<;iio dos parametros 
hp, 6timos, os quais rninimizam o erro com urn numero de graus de liberdade menor que o 
proveniente do refinamento uniforme. 
No metodo multigrid este metodo pode ser utilizado para a obten.;;ao da malha para uma 
primeira itera<;ao, onde os parametres hp ainda nao sao conhecidos. 
virtual void Solve () 
Utiliza o objeto fSolve para aplicar urn procedimento de solw;ao, que pode ser urn metodo 
direto (Gauss, LU, LDLT etc) ou urn metodo iterativo, preferivel nos metodos multigrid, 
onde uma solw;ao pode ser utilizada como pre-condicionador da proxima itera.;;ao. 
TPZCompMesh* RefinementPattern (TPZCompMesh *fine, TPZCompMesh *co-
arse, REAL &totalerror, REAL &totaltruerror, TPZVec<REAL> &effect) 
Retorna: uma malha refinada corn parametros hp 6timos e com niirnero de graus de liberdade 
menor que fine, o erro total da aproxima<;ao, caso exista uma solu<;ao de compara<;iio (solw:;ao 
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exata) tam bern e calculado o erro real da aproximac;ii.o - totaltruerror e a efetividade do erro 
estimado effect. 
Nesta fungii.o sao realizadas as chamadas de maneira ordenada para: ca!cuio do erro entre 
as aproximac;oes, verificac;ii.o dos elementos a refinar, definic;iio dos parametros de refinamento 
e cria<;ii.o da rnalha refinada. A sequencia de operac;oes e descrita abaixo: 
1. Calcular o erro entre as aproximac;oes de fine e coarse: isto e feito atraves do metodo 
1\JeshError (fine,coarse,ervecJExact,truervec), sendo o erro nos elementos retornado no 
vetor de erros ervec; 
2. Atribuir a soluc;ii.o de coarse o vetor ervec; 
3. Ordenar os elementos em func;ii.o do erro; 
Calcular o erro total na malha: 
5. Caso se tenha a soiuc;ao exata, o valor do erro rea! pode ser calculado, tornando possfvel 
o caiculo do indice de efetividade do erro - effect; 
6. Defini~ii.o dos elementos que serao refinados: para o vetor de elementos, ordenado pelo 
erro, e feito o somat6rio da solu~ii.o, que no caso contem o erro da aproxima<;ao, ate 
que se atinja 65% do erro total, sendo os elementos computados ate entii.o aqueles que 
necessitam refinamento. 0 numero 65% foi escolhido ap6s alguns testes, com base na 
experiencia do orientador e tambem do Prof. Leszek Demkowicz, autor da teoria de 
refinamento unidimensional. 
7. Para os elementos selecionados acima, obtem-se seus elementos geometricos corres-
pondentes, define-se a ordem de interpoia~ii.o p desejada como sendo a ordem atual 
rnenos urn. Cria-se urn objeto do tipo TPZOneDRef, o qual analisa arestas em busca 
das ordens de refinamento 6timas, conforme sera descrito posteriormente, e realiza-se 
a chamada para o metodo AnalyseElement, o qual, para cada elemento, analisara os 
requisitos de refinamento de suas arestas e verificara qual o refinamento 6timo a ser 
utilizado no elemento; 
8. Com os parametres de refinamento especificos para cada elemento, estes sao passa-
dos para metodo CreateCompMesh, o qual retornara a malha cornputacional refinada 
segundo os parametres hp passados. 
void MeshError (TPZCompMesh *fine, TPZCompMesh *coarse, TPZVec<REAL> 
&ervec, void (*f)(TPZVec<REAL> &loc, TPZVec<REAL> &val, TPZFMatrix 
&deriv),TPZVec<REAL> &truervec) 
Este metodo calcula a diferen~a entre duas aproxirna<;oes e caso seja fornecida a solw;ii.o 
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2. Procura-se na rnalha coarse o elernento que contenha o elernento interpolado identifi-
cado acirna e o respectivo elernento geornetrico associado a este; 
3. A definigao do nivel de refinarnento e feita atraves de procedirnento recursivo de ob-
tengao do elernento pai do elernento fine, ate que este seja igual ao elernento coarse 
associado, fato que ira ocorrer pelo refinarnento ser hierarquico. Tendo-se o elernento 
pai de fine, correspondente ao elernento coarse, e possfvel a identificagao do elernento 
geornetrico correspondente a este. 
4. Corn os elementos geornetricos, identificados acirna, e possivel calcular a transforrna<;ao 
entre estes elementos geornetricos e seus respectivos elementos rnestres - pararnetro 
dirnensao. 
5. Os valores de dirnensao sao passados como pararnetro para classe TPZTransform, a 
qual sera descrita posteriorrnente, de tal forma que o objeto gerado possa calcular a 
transforrna<;ao entre os elementos rnestres associados aos elementos fine e coarse. 
6. Corn o objeto transforrnac;ao calculado acirna, e possfvel aplicar essa transforrnagao 
aos pontos de integragao do elernento da rnalha fine, de tal forma a levar esses ao 
rnesrno espa<;o do elernento coarse, e assirn tornar possivel o calculo da diferenc;a da 
aproxirna<;ao entre os dois elementos. 
7. 0 caJculo do erro no elernento e feito atraves do rnetodo ElementError, descrito na 
5. E 
1. As solu<j6es passadas em cada elemento sao transformadas, como o realizado em p6s 
processamento nas fungoes forma e respectivo relacionados ao 
3. Com os valores das solu<;oes referenciando aos mesmos eixos, torna-se possivel calcular 
o erro, o qual pode ser obtido atraves da norma L2, ou atraves da semi-norma do erro 
( diferenga entre os valores dos gradientes das solugoes). 
void AnalyseElement (TPZOneDRef &f, TPZinterpolatedElement *cint, TPZS-
tack<TPZGeoEI *> &subels, TPZStack<int> &porders): 
Neste metodo sao realizados os calculos e cham ad as necessarias a definigao dos parametros 
de refinamento h- p. Para tal, sao dados urn objeto do tipo TPZOneDRej- f e urn elemento 
computacional - cint. 
p. 
0 resultado da analise sera retornado em subels - refinamento h e porders - refinamento 
A analise consiste em: 
• Obter os seguintes dados de cint: elemento geometrico associado, subelementos asso-
ciados, numero de n6s, numero de arestas, solugao U nos n6s etc; 
• Para cada aresta: 
- obter a lista de sub elementos associados ao lado, 
- calcular a dimensao destes (sera igual para todos, pois estes sao provenientes de 
urn refinamento uniforme) 
obter os dados dos blocos associados aos n6s para possibilitar a obten<_;ao da solu<_;ao 
a estes associados, 
5.2. DO ERROS DA 
e OS 
inserir o padrao de refinamento deste lado em urn vet or, o qual conteni os padroes 
de refinamento de cada aresta do elemento; 
DeduceRefPattern (TPZVec<TPZRefPattern> &refpat, >&cor-
nerids, TPZVec<int> &porders, originalp) 
Esse metoda calcula as ordens de interpola<;ao p para todos os subelementos, sendo aqui feita 
a analise dos dados provenientes do estudo unidimensional de cada aresta, transformando 
estas informa<;oes em padroes de refinamento para o elemento. 
Os parametros de entrada sao: 
e refpat: vetor contendo os padroes de refinamento para cada aresta do elemento; 
® cornerids: vetor contendo os identificadores dos n6s, os quais estao referenciados dentro 
dos objetos de padrao de refinamento; 
• porders: retornara o vetor con tendo as or dens de refinamento p de cada aresta do 
elemento; 
e originalp: ordem de refinamento p original do elemento, proveniente do refinamento 
unidimensional; 
As opera<;oes aqui realizadas, com nota<;ao ilustrada na Figura (5.5) sao as seguintes: 
e Calcula-se o erro total no elemento, como sendo a soma dos erros obtidos atraves do 
refinamento 6timo de suas arestas; 
• Os componentes do vetor de padroes de refinamento, com erros da ordem de 
erro total sao desprezados; 
5. - MODELO DEMKOWICZ E 
em 
RefPai:tem[O] 
r- RefPattem [2] 
I 
• a de h em urn dos pontos analisados. 
Caso isso ocorra em pelo menos urn ponto, sera realizado refinamento Caso nao 
seja necessario o refinamento h, o refinamento p sera uniforme, com p igual ao maior 
refinamento p constante no vetor de padr6es de refinamento; 
• No caso de necessidade de refinamento h, os n6s de canto sao ordenados em fun<;ao do 
erro 6timo obtido quando da analise unidimensional; 
• Em seguida, novamente sao desprezados n6s com erro pouco significativo em rela<_;ao 
ao erro total do elemento; 
• Para cada n6, verifica-se se este corresponde a urn dos n6s do padrao refinamento e, 
em caso afirmativo, verifica-se se a ordem h a ser adotada e a relativa ao subelemento 
1 h1 ou relativa ao subelemento 2 h2 ; 
• A ordem p e redefinida como sendo a ordem original - originalp, dividida por 2 e 
acrescida de urn, de modo a compatibilizar o numero de graus de liberdade anterior e 
novo. 
void Sort (TPZVec<REAL> &vee, TPZVec<int> &perm) e void HeapSort 
(TPZVec<REAL> &sol, TPZVec<int> &perm) 
Metodos de ordena<_;ao de componentes de vetores, utilizados ordenar lados de elementos 
em termos de sua ou seu 
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Ordem Refln. = i
=i 
Ordem Refin. = i + 2 
TPZCompMesh* CreateCompMesh (TPZCompMesh *mesh, TPZVec<TPZGeoEl 
*> &gelstack, TPZVec<int> &porders) 
Retorna uma malha computacional criada atraves de uma dada malha computacional *mesh, 
do vetor de elementos geometricos que devem ser refinados gelstack e de urn vetor de ordem 
de refinamento p porders, relativo a cada elemento passado em gelstack. 
Com os elementos de gelstack e com as ordens de refinamento, e possivel a criac;ao dos 
elementos computacionais atraves do metodo CreateCompEl. Os elementos criados sao inse-
ridos, com a devida ordem de refinamento, em uma malha computacional a qual referenda 
mesh. 
5.2.2 Classe TPZTransform 
Implementa a transformac_:;ao linear de espac_:;os Rn para Rn, com n :S 3. 
As operac_:;oes feitas dentro da classe consistem na definic_:;ao da operac_:;ao de mapeamento, 
a qual consiste na aplicac_:;ao de uma translac_:;ao somada a uma rotac;ao, conforme mostrado 
na Figura (5.6). 
A rotac_:;ao e definida atraves da matriz fMult enquanto a translac_:;ao e definida pela matriz 




5 .5 Classe 
5. 
em: a 
n + 1, verificar qual o refinamento do ...,.,__.u.._ ... 
a solU<;ao uniformemente refinada. 
Para tal, OS parametros que devem ser fornecidos a classe sao: 
arm a-
e Solu<;ao U nos elementos refinados, provenientes do elemento em analise, ap6s este 
sofrer urn refinamento uniforme hp; 
• Ordem das fun<;6es de forma dos elementos pequenos p1 e P2; 
e Dimensao do elemento refinado .6.x, com a qual sera possfvel calcular a transforma<;ao 
entre elementos refinados e nao refinados; 
Com estas informa<;6es e possfvel determinar as fun<;oes de forma dos elementos, como 
as transforma<;oes entre elementos refinados e o elemento nao refinado, sendo possfvel a 
transferencia da solu<;ao fornecida nos subelementos para o elemento pai. 
A Figura (5.7) ilustra a forma de utiliza<;ao desta classe, sendo seus metodos descritos na 
sequencia. 
Construtor: TPZOneDRef (int nstate) 
No construtor sao criadas todas as matrizes K (matriz de rigidez sem considerar os n6s com 
restri<;oes), F (vetor de carga), U (solu<;ao procurada) e M (matriz auxiliar), dos elementos 
refinados e dos elementos grandes, considerando urn tamanho fixo, sendo definida como ordem 
maxima de interpola<;ao 10. Esse valor foi escolhido com base na pratica, uma vez que ordens 
interpola<;ao muito elevadas podem causar grandes oscila<;oes entre os n6s, afetando a 
estabilidade do c6digo. 
5.2. 
Numero de variaveis de estado 
Um objeto apenas e criado 
Fomecer: soluyao uniformemente 
refinada U, 
indices dos nos id, 
ordem atual dos elementos p1 e p2 e 
tamanho do menor elemento delx 
5. 
Retoma: parametres de refinamento hp1 e hp2 
e o erro na melhor aproximayao error. 
Caso o refinamento p apresente menormenor 




TPZFMatrix & U, 
TPZVec<int> &id, 
int &p1, int &p2, 




depende apenas das 






OS e e sao 
rados. Desta forma, dada a ordem de refinamento de cada elemento, que no caso e e 
tambem as fum;oes de forma, que sao calculadas com respeito ao elemento mestre em termos 
e 
bases hierarquicas, e possivel a 








As fuw;oes 'l/Js; e '¢b;sao as fungoes de forma dos elementos refinados e do elemento 
nao refinado, respectivamente, sendo seu calculo realizado atraves do metodo TPZShape-
Linear::Shape1D(int ptx, int order, TPZMatrix phi, TPZMatrix dphi, int id), onde ptx e o 
ponto onde se quer calcular a fungao, order indica a ordem com a qual devem ser criadas 
as fun<_:;oes de forma, phi e a matriz onde serao armazenados os valores da fun<_:;ao phi e dphi 
sera a matriz onde serao armazenados os valores calculados para a derivada de phi. Figura 
(5.8) a nota<;ao utilizada. 




&hpl, int &hp2, REAL &hperror, REAL delx) 
Este metodo e o unico metodo publico, alem do construtor, da classe e faz a chamada de 
todas as func;6es necessarias a obtenc;ao dos parametros h- p 6timos. 
Os parametros de entrada sao: 
• U: matriz com os resultados obtidos atraves do refinamento uniforme h - p; 
• id: vetor com os identificadores dos n6s, utilizado para a correc;ao das func;6es de forma. 
Isso e necessaria em func;ao da implementac;ao atual considerar que uma func;ao inicia-se 
no n6 de identificador menor e termina no n6 de identificador maior; 
• pi e p2: ordens dos polin6mios dos subelementos 1 e 2, obtidos ap6s o refinamento 
uniforme; 
• hpJ e hp2: ordens dos polin6mios para os subelementos 1 e 2 os quais minimizam o 
erro e o numero de graus de liberdade; 
• hperror: retornara o erro correspondente aos parametros h - p 6timos calculados; 
• delx: dimensao geometrica dos subelementos. Esse valor e necessaria para o calculo 
das transformac;6es entre subelementos e elemento nao refinado (calculo do Jacobiano 
da transformac;ao linear). 
Com estes dados e com os valores das matrizes calculadas quando da criac;ao do objeto, serao 
"'""'"·""''"''-'-'"'" as seguintes operac;6es: 
53 
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= 1 e P2 = numdof + 1 -
erro possivel; 
• A ultima verificac;ao que e feita e a nao utilizac;ao do refinamento h, e o calculo do erro 
- metodo Error(int pb). Caso o erro obtido seja menor, a ordem Pb calculada e definida 
como 6tima e retornada em hp1 sendo hp2 definido como -1, de modo a identificar a 
nao utilizac;ao do refinamento h; 
Os metodos citados acima sao descritos na sequencia. 
TransformU(TPZFMatrix &U, TPZVec<int> &id, int pl, int p2) 
0 metodo TPZOneDRej::TransformU(TPZFMatrix &U, TPZVec<int> &id, int int p2) 
realiza uma compatibilizac;ao das func;oes de forma de ordem impar. Isso acontece pelo fato 
destas func;oes poderem satisfazer as condic;oes necessarias para uma func;ao de forma de duas 
maneiras distintas, ou sendo c6ncava ou convexa no trecho entre o n6 inicial e o primeiro n6 
intermediario. 
A convenc;ao adotada no PZ e que a func;ao sempre deve ser orientada do n6 de menor 
identificador para o n6 de maior identificador, conforme mostrado na Figura (5.9). 
LoadU (TPZFMatrix &U, int pl, int p2, REAL delx) 
Neste metodo, a solw;ao U, proveniente do refinamento uniforme h - p, e passada para 
os elementos refinados da classe, considerando que os elementos refinados terao ordem de 
refinamento Pb = P1 + P2 - 2, onde P1 e p2 sao as ordens das func;oes de forma dos elementos 
em1arne11to uniforme. 0 parametro delx a menor dos 
5.2. DO ESTIMADOR ERR OS 
OR!ENTA<;AO FUNt;AO TESTE 
P/ID-(1 > ID-1 
A 
elementos refinados, sendo utilizada para o calculo da transformagao entre os elementos 
refinados e o elemento nao refinado. 
Com a transformagao calculada, aplica-se o Jacobiano da transformagao as matrizes de 
rigidez ja calculadas e tem-se a matriz de rigidez dos elementos refinados em termos do espago 
do elemento nao refinado. 
Atraves de urn p6s-processamento normal, dada a solugao no elemento refinado, e possivel 
encontrar-se a solugao no elemento nao refinado. 
Outro procedimento feito e tornar nula a solugao nos n6s extremes (n6 0 e n6 2), de modo 
a possibilitar a solugao de urn problema tendo como malha os dois elementos refinados. Desta 
forma, considera-se que o erro nesses pontos sera nulo, sendo considerado o erro relative ao 
restante do dominio. Os procedimentos sao ilustrados na Figura (5.10). 
void BuildStiffness (int pl, int p2, TPZFMatrix &stiff) 
Esse metodo calcula a matriz de rigidez, com base nas ordens de refinamento p1 e p2 , retor-
nando a matriz gerada em stiff. 
Os valores da matriz sao aqueles calculados no metodo IntegrateMatrices(), entretanto, 
por motivo de consideragao de condigoes de contorno Dirichlet homogeneas, os n6s de extre-
midade da malha, onde a resposta e fixada em zero, nao sao considerados quando da alocagao 
stiff. 
5. BASE- DEVLOO 
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p1 e P2 nos subelementos. 
Para tal e realizada a seguinte sequencia de opera~6es: 
1. Gera-se uma matriz de rigidez stiff - metodo BuildStiffness(p1 ,p2,stiff ), tendo como 
parametros P1 e P2; 
2. Gera-se o vetor de resfduos rhs, tendo o cuidado de utilizar a mesma estrutura de 
aloca~ao de blocos utilizado na gera~ao da matriz de rigidez; 
3. Calcula-se a solu~ao do problema stiff* Uref = rhs. Para tal utiliza-se urn solver do 
tipo sendo o resultado retornado na matriz rhs; 
4. E calculada a diferen~a entre a solu~ao inicial e a solu~ao aqui calculada flu= u- Uref; 
5. 0 erro e entao calculado atraves de (??), substituindo l:lu e lembrando que : Kij = 
Li Lj '1./Ji'i/Jj , corresponde a matriz de rigidez global, temos: 
REAL Error(int 
erro = 2: L l:lu.K.I:lu 
j 
Este metodo calcula o menor erro que pode ser obtido sem a utiliza<_;ao de refinamento 
com urn Pb, sendo realizadas as seguintes opera<_;6es: 
5.2. ERR OS AUTO-




3. Calcula-se a projec;ao da soluc;;ao do elemento refinado no elemento nao sendo 
essa considerada sua soluc;ao para o trecho de sobreposic;ao com o elemento refinado. 
0 * Ures = 
5. 
6. Calcula-se f:lu = u- Ures ; 
7. Da mesma forma que descrito no metodo anterior, o erro e dado por: 
erro = L L f:lu.K.f:lu 
i j 
struct TPZRefPattern { int fld[3]; int fp[2]; int fh[2]; REAL fhError; REAL 
tError; } 
Esta e uma estrutura de armazenamento de informac;oes de refinamento unidimensional, 
sendo considerado sempre que a estrutura consiste de urn elemento refinado uniformemente 
em h - p, tendo assim dois subelementos gerados. Seus objetos armazenam as seguintes 
informa<;oes: 
~ fld[3}: armazena os identificadores dos n6s iniciais e finais dos subelementos; 
• fp{2}: armazena a ordem de refinamento p para cada urn dos subelementos; 
e fh{2]: armazena a ordem de refinamento h para cada urn dos subelementos; 
• fhError: armazena o menor erro obtido atraves de refinamento h podendo ter ou nao 
refinamento p: 
• ]Error: menor erro obtido entre e o erro obtido por refinamento p simples: 
5~ 
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5.3 Resultados obtidos 
Para a validagao deste modelo foi utilizado o problema de Laplace, com dados indicados 
na Figura (5.11), onde as condigoes de contorno sao colocadas como sendo o gradiente da 
solugao. 0 problema e dado por: 
=Ox EO (5.20) 
As condigoes de contorno aplicadas sao tais que ~~ corresponde a solu<;ao exata: 
u(r, B) = \ft sin (~ (e + ~)) (5.21) 
Esta solu<;ao analitica possibilita o ca1culo do erro real ern cada elernento e desta forma 
verificar o indice de efetividade do estimador de erros implementado. 
0 metodo multigrid implementado no ambiente PZ apresentou para este rnodelo a taxa 
de convergencia apresentada na Figura (5.12). 
A efetividade obtida e rnostrada na Figura (5.13), apresentando urn configuragao assin-
t6tica. No caso do rnodelo irnplernentado esta efetividade chegou a aproxirnadarnente 80% 
para 1500 equagoes. Dad as as restri<;oes de equipamento ( disponibilidade de memoria), o 
problema modelo foi adaptado ern 25 passos sendo as verificagoes feitas ate 1600 equagoes. 
0 tempo de processamento acumulado (tempo contado a partir do infcio do prograrna), 
para cada passo do processo e apresentado na Figura (5.14), sendo o numero de equa<;oes 
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seja e representado o tempo necessario para a obten~_;ao da rnalha adaptada para urna rnalha 
corn aquele mlrnero de graus de liberdade. 0 equipamento utilizado neste teste foi urn PC 
DUAL Athlon 1.2 GHz, com 1.0 GB de memoria RAM padrao DDR (233MHz). 
As malhas obtidas nos passos adaptativos sao apresentadas na Figura (5.15), onde sao 
apresentadas as rnalhas ap6s 2, 5 e 10 passos adaptativos. 
5.3. 6 
Estimador de Erro atraves de S 
entre a e a 
na forma da obtenc;ao da soluc;ao refinada para estimac;ao 
refinamento do elemento. 
mal has 
0 metodo consiste na utiliza<_;ao de espa<_;os reduzidos para o refinamento uniforme da 
malha e posterior aproxima<_;ao do resultado local. 
A obten<_;ao do erro na aproxima<_;ao e analise do padrao de refinamento e feita localmente, 
sendo para tal a malha dividida em urn conjunto de elementos, a partir de agora denomi-
nados "elementos de referencia do patch", os quais formam uma parti<_;ao da malha, ou seja, 
o conjunto resultante da uniao destes elementos e a propria malha, enquanto o conjunto 
intersec<_;ao destes elementos e urn conjunto vazio. 
A partir destes elementos e formado urn patch de elementos, os quais servirao de base 
para a cria<_;ao de uma malha clone. Esta malha clone tern solu<_;ao inicial igual a solu<_;ao da 
malha original. 
Da mesma forma que para a metodologia proposta anteriormente, a malha clone sofre urn 
refinamento hp uniforme sendo sua solu<;ao utilizada como valor de referencia para estimar 
o erro nos elementos associados ao elemento de referencia da malha clone. 
Este gerenciamento de elementos de referencia para o patch, patches de elementos, malhas 
clone, malhas clone refinadas etc e, com certeza, a contribui<_;ao tecnol6gica deste trabalho 
sendo descrita em pormenores na sequencia. 0 funcionamento do metodo e mostrado de 
maneira esquematica na Figura (6.1). 
Em primeiro lugar sao abordados os aspectos relacionados ao estimador de erros utilizando 
urn subespa<_;o, ao inves do espa<_;o de aproxima<_;oes do problema. 
Na sequencia sao descritos os aspectos envolvidos na escolha dos elementos de referencia 
para o patch, a forma<_;ao dos patches, a cria<_;ao das malhas clone e seu refinamento, a obten<_;ao 
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1 
Quando se considera a utilizac;ao de subdomfnios para obtenc;ao de urn estimador de erros, 
o primeiro fato que deve ser atentado e que nao estara sendo levado em considera<_;ao o erro 




Intuitivamente, quanto maior o subdomfnio considerado, mais o resultado se aproximara 
do resultado apresentado na equac;ao (4.8), onde a convergencia e demonstrada. 
Assim, urn problema a ser estudado futuramente sera a definic;ao de qual dimensao de 
subespa<;o utilizar, de modo a compatibilizar a convergencia do metodo como custo compu-
tacional gerado pela resoluc;ao de urn subespa<_;o refinado. 
6.1.1 Subespac;o proposto- Definic;ao do patch de elementos 
Diversas metodologias podem ser adotadas na escolha, sendo aqui definido como criterio 
basico a necessidade dos elementos de referencia para a formac;ao dos patches formarem uma 
partic;ao da malha conforme ja mencionado. 
De maneira a facilitar o entendimento deste estudo, faz-se necessaria a definic;ao de alguns 
termos que serao utilizados de agora em diante: 
o Elemento de Referencia do Patch: consiste de urn elemento geometrico da malha ori-
ginal, tendo como caracteristica especial o fato de ser o maior elemento ancestral a ter 
vizinhos. 0 elemento de referencia pode ou nao ter sido refinado, tendo subelemen-
tos1. A forma de escolha dos elementos de referencia sera descrita adiante com maiores 
detalhes; 
1 0s elementos no ambiente PZ tern duas representac;oes: uma geometrica e outra computacional. Os 
elementos geometricos guardam referencias para seus subelementos e tambem para o seu elemento pai. Estas 
caracterfsticas tornam possivel a identificac;ao de toda a "genealogia'' de urn elemento necessaria as opera<;6es 
descritas. Maiores detalhes podem ser encontrados em 
66 6. 
2. Para todos os elementos da malha 
urn a 
na 
DE ERRO ATRAVES SUB-1\IL4.LHAS 
(malha a ser adaptada) 
(c) Percorrer a list a de elementos ancestrais do final para o e caso o elemento 
analisado tenha vizinhos com nivel de refinamento igual ao seu, este elemento sera 
definido como elemento de referenda do patch, para o elemento analisado 
(d) Verificar se o elemento definido anteriormente ja esta na lista de elementos de 
referencia do patch, em caso afirmativo passar para o proximo elemento da malha 
original, em caso negativo, inserir o elemento na lista 
Tendo-se os elementos de referencia para os patches, o passo seguinte e, para cada patch, 
identificar os elementos vizinhos ao seu elemento de referenda, ou cujos n6s contribuam para 
o elemento de referencia do patch ou de algum de seus subelementos. 
Como exemplo, analisando a malha mostrada na Figura (6.2), temos: 
I Nivel j Denomina<;ao 
0 A: A1 , A2, As, (A4) 
1 B: B1 , B2, Bs, (B4) 
2 C: C1, C2, Cs, (C4) 
3 D : D1, D2, Ds, D4 
Os elementos de nivel "0" sao os elementos da malha original, sendo urn desses elementos 
refinado, dando origem aos elementos de nivel "1" - elementos Bi, dentre os quais o 
elemento foi refinado , e assim sucessivamente. Caso fOssemos montar o "patch" de alguns 
'"''""'""'V'''-' selecionados, V\.-.I.H..UJ . .LV.:::l 
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Todos elementos 
Subelementos de A4 
Subelementos de C4 
6.2 Implementa~ao do Estimador de Erros Local 
Ressalta-se que o conhecimento do funcionamento do ambiente PZ e de extrema importancia 
para o entendimento dos metodos aqui implernentados, principalmente naqueles relativos a 
estrutura de malhas e elementos. 
Como exemplo fundamental esta o caso de malhas geometricas e computacionais. 
No ambiente PZ uma malha geometrica referenda a apenas uma malha computacional, 
podendo, entretanto, varias malhas computacionais referenciarem a mesma malha geometrica. 
Este dado e fundamental na implementagao e feita na sequencia, pois este gerenciamento 
de apontadores e utilizado constantemente para a obten<_;ao de informagoes corretas, tais 
como: indices de elementos, elementos vizinhos etc. 
Para a implementagao da metodologia proposta decidiu-se pela adogao da estrutura de 
classes proposta na Figura (6.3). 
Sao irnplementadas tres classes: 
e TPZAdaptMesh: classe responsavel pelo gerenciamento processo 
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-fReference:TPZCompMesh * 
I +.::-;~=~----~r-i -fGeoRef:TPZStack <: TPzceoE! * > f- : -f?atch:TPZStack < TPZCieoEI * > TPZRefPattern 
1
-fPatchlndex:TPZStack < lnt > 
-fEiementError:TPZStack <REAL> 
-fCI on eM es h :TPZStack<TPZCompC! oneMesh *> 
#! s Patch Referen ceE! em ent: i nt 
#lsPatchE!em em::int 
#Add Bound aryCon d ltl onE! em ents :vol d 






• CloneMesh: implementa uma malha geometrica a partir urn patch de ele-
mentos de referenda. cada elemento desta classe corresponde urn elemento da malha 
geometrica original. As referencias a malha original sao definidas e armazenadas nos 
objetos desta classe; 
~ TPZCompCloneMesh: implementa uma malha computacional, a partir da malha clone 
geometrica- TPZGeoCloneMesh. Alem dos elementos deste objeto ter a mesma soluc,;ao 
que os seus elementos de referenda na malha computacional, tambem sao implemen-
tadas condic,;oes de contorno nos bordos da malha onde, na malha original, existiam 
elementos vizinhos; 
Alem destas novas classes implementadas, tambem foi necessaria a implementac,;ao de algu-
mas func;oes na classe TPZCompMesh, de modo a possibilitar a obtenc;ao dos elementos de 
referenda para o clone copiar os materiais da malha e tambem a criac;ao de uma c6pia de 
uma malha computacional. 
Func;oes de classes ja implementadas foram atualizadas, de modo a atender os requisitos 
destas novas classes implementadas. 
A justificativa pela adoc;ao desta estrutura e tornar possivel a implementac;ao da meto-
dologia descrita anteriormente, tendo por base as ferramentas que o ambiente PZ oferece. 
Assim, fazendo urn paralelo com a metodologia proposta, o objetivo e, atraves de urn 
conjunto de elementos, que forme uma parti<;ao da malha, criar para cada urn destes elementos 
urn patch, formado pelo proprio elemento mais seus vizinhos. Este patch seria equivalente a 
malha coarse, no metodo base. 
Seguindo a metodologia proposta, sobre este patch sera realizado urn 
para tomar esta solw;ao como a soluc;ao de referenda no 
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Todos os metodos de resolw;ao do estao ligados ao fornecimento de uma malha, con-
tendo todas as suas informac;oes, tais como dados de materiais, topologia e conectividade dos 
AUCCH~!'-'C.O a H.I.C..lUG 
.uu:.u1.a serao impostas condic;oes de contorno com 
variavel de estado imposta como sendo o valor da soluc;ao originais nestes elementos. 
Ja a classe TPZAdaptMesh faz o gerenciamento do processo adaptativo, conforme sera 
descrito na sequencia. 
A descric;ao dos metodos implementados foi dividida em termos de classes, sendo para 
cada classes descritos as variaveis, func;oes e metodos da classes. A forma de apresentac;ao 
das classes e feita de tal forma a apresentar os metodos da interface com o usuario para a sua 
implementac;ao, ou seja, a apresentac;ao e feita das classes e func;oes de alto nfvel (interface 
com o usuario) para as classes e func;oes de baixo nivel (implementac;ao). 
6.2.1 Classe TPZAdaptMesh 
Esta classe e responsavel pelo gerenciamento do processo adaptativo. interface da classe e 
simples, sendo necessaria para a obtenc;ao da malha adaptada seguir os seguintes passos: 
1. Criar urn objeto: isto e simples, pois o construtor padrao da classe nao requer argumento 
algum, assim isto e feito da seguinte forma: TPZAdaptMesh adapt; No caso, adapt foi 
o objeto criado. 
2. Definir a malha computacional sobre a qual quer se obter a malha adaptada. Isto e 
feito atraves da func;ao void TPZAdaptMesh::SetCompMesh(TPZCompMesh *mesh); 
Aqui a malha mesh foi passada para a func;ao como a malha a ser adaptada. 
3. Requerer o calculo da malha adaptada: isto e feito atraves da func;ao TPZCompMesh* 
TPZAdaptMesh::GetAdaptMesh(REAL &error, REAL 8 truerror, TPZVec<REAL> 
&ervec, void(*j)(TPZVec<REAL> Bloc, TPZVec<REAL> &val, TPZFMatrix &de-
riv), TPZVec<REAL> &truervec, &effect), sendo devolvida 
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Variaveis / Atributos 
armazena a 
e TPZStack < * > armazena os patches de todos os "'""'Lu<:;;u~'H' sob a 
de uma lista continua, como em urn armazenamento de matriz skyline; 
o TPZStack < int > fPatchfndex: armazena os indices de inicio dos elementos de cada 
patch em jPatch. 
o TPZStack < REAL > fElementError: armazena o erro em cada elemento da malha 
original, ap6s o seu calculo; 
• TPZStack<TPZCompCloneJ\fesh *> fCloneMesh: lista com as malhas computacionais 
relativas a cada patch; 
• TPZStack <TPZCompMesh *> fFineCloneMesh: lista com as malhas computacionais 
uniformemente refinadas em hp; 
Fun~oes e Metodos 
void SetComplvfesh(TPZCompMesh *mesh) 
Define a malha sobre a qual esta sendo feito o processo adaptativo, inicializando todas as 
estruturas de dados. 
TPZCompMesh * GetAdaptedMesh(REAL &error, REAL &truerror, TPZVec<REAL> 
&ervec, void (*J)(TPZVec<REAL> &Zoe, TPZVec<REAL> &val, TPZFMatrix &deriv), TPZ-
Vec<REAL> &truervec, TPZVec<REAL> &effect) 
Os parametres informados ao metodo sao: 
• error: ira retornar o erro estimado para malha, com a utilizagao dos padroes 
calculados; 
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o ervec: neste 
o truervec: caso se 
elemento; 
a o erro em 
o effect: vetor que retornara a efetividade do estimador de erros em cada "''-"''-""'u"u 
a UV"U.v<.•v 
caso 
1. Obten<;ao da lista elementos de referenda o patch na malha isto e 
feito atraves da fun<;ao void GetRejerenceElements(), a descri<;ao desta fum;ao e feita 
posteriormente; 
2. Obten<_;ao dos patches relativos aos elementos de referenda encontrados. Isto e feito 
atraves da fun<_;ao void BuidReferencePatch(); 
3. Cria<_;ao das malhas clone. Os patches obtidos anteriormente sao utilizados na cria<_;ao de 
malhas clone. Sao criadas na sequencia a malha clone geometrica, sendo esta utilizada 
na cria<_;ao da malha clone computacional. Somente sao armazenadas como variaveis da 
classe as malhas clone computadonais, pois estas guardam referencias para as malhas 
done geometricas. A fun<;iio responsavel por estas opera<;oes e void CreateClones(); 
4. Para cada malha done: 
(a) cria-se uma malha uniformemente refinada, atraves da fun<_;ao TPZCompMesh 
* TPZCompCloneMesh::UnifomlyRefineMesh(), fun<_;ao esta da classe TPZComp-
CloneM esh que retorna uma malha proveniente do refinamento uniforme da malha 
analisada. A descri<;iio desta classe, bern como da fun<_;ao sera feita posteriormente; 
(b) calcula-se o erro entre a solu<;ao da malha uniformemente refinada e da malha 
clone original. Isto e feito atraves da fun<;ao TPZCompMesh * TPZCompClo-
neMesh::MeshError (TPZCompMesh *fine, TPZVec<REAL> f3 erro, void (*f), 
TPZVec<REAL> &truervec). Fun<_;ao esta que calcula o erro apenas no elemento 
de referenda do clone e em seus filhos. Caso se tenha a fun<;iio analitica, o erro 
tambem sera calculado. 
6. ERRO ATRAVES DE SUB-MALHAS 
6. Da mesma que no metodo base, o vetor de erros e ordenado, sendo entao definidos 
c;J.c;J.H'C,.lJ.IJ\.10 com erro significativo que terao o seu padrao de refinamento hp analisado. 
7. 0 passo e a GJ..I.<Q,U,)c; 
cada elemento, isto e feito atraves da utilizac;ao das malhas em 
func;ao de termos a soluc;ao uniformemente re:finada para estas malhas, armazenadas 
em JFineCloneMesh. 0 calculo do padrao de re:finamento e feito atraves do metodo 
void TPZCompCloneMesh::ApplyRefPattern(REAL minerror, TPZVec<REAL> error 
, TPZCompMesh &fine, TPZStack<TPZGeoEl *> gelstack, TPZStack<int> &porder). 
0 metodo sera melhor descrito posteriormente, bastando atentar para 0 fato de que 
no metodo serao preenchidos os padroes de refinamento de cada elemento da malha 
original, atraves das listas gelstack e porder, as quais contem os elementos geometricos 
e ordem polinomio que deverao conter a malha adaptada; 
8. Com os padroes de refinamento hp definidos, a func;ao TPZCompMesh * TPZAdapt-
Mesh:: CreateCompMesh (fReference,gelstack,porder), ira se encarregar de de:finir a 
malha adaptada baseada na malha original e nos padroes de refinamento anteriormente 
calculados. 
0 diagrama de sequencia da Figura (6.4) mostra, simplificadamente, o metodo. 
void GetReferenceElements() 
Neste metodo sao obtidos OS elementos de referenda para OS patches e, tendo-se estes 
sao redimensionados os vetores para as malhas clone e para as malhas clone uniformemente 
refinadas. 
Basicamente o metodo realiza a chamada da func;ao TPZCompMesh::GetRefPatches (TPZS-
tack<TPZGeoEl *> gel ref) sobre a malha de referenda - !Reference, passando como argu-
mento para a func;ao o vetor de elementos de referenda para os patches - fGeoRef. 
Dentro desta fun<_;ao, a qual sera descrita posteriormente, sao realizadas todas as opera<_;oes 
para a obten<_;ao vetor. 
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mente. 
e 
sabe quais sao seus n6s e, atraves do grafo de n6s para elementos, os n6s sabem a quais 
elementos ele pertence. 
Desta criando-se esta e possivel obter os patches cada col'C.I.uc;u 
na a 
2. Desassoda-se a malha geometrica 
malha computadonal auxiliar; 
malha computacional de referenda e a assoda a 
3. Criam-se elementos computacionais na malha auxiliar, com base nos elementos de re-
ferenda para o patch; 
4. Obtem-se o grafo de n6s para elementos da malha- metodo void TPZCompMesh::GetNodToElGrap 
(TPZVec<int> n2elgraph, TPZVec<int> n2elgraphid, TPZStack <int> elgraph, TPZS-
tack<int>elgraphindex). Todos os argumentos listados sao argumentos que retornam 
valores, nao sendo necessario nenhum calculo previo; 
5. Tendo-se os grafos de n6s para elementos, o passo seguinte e a obten<_;ao do patch de cada 
elemento, sendo isto implementado na fun<_;ao void TPZCompMesh::GetElementPatch(TPZVec<in 
n2elgraph, TPZVec<int> n2elgraphid, TPZStack <int> elgraph, TPZStack<int>elgraphindex,int 
elindex, TPZStack <int> patchelindex), onde sao passados OS dados dos grafos, obtidos 
no passo anterior, o indice do elemento cujo patch deseja-se obter e uma lista onde 
serao retornados os elementos componentes do patch. 
6. Os elementos obtidos anteriormente sao incluidos na lista de patches- !Patch. Preenche-
se no vetor fPatchindex o indice de inido dos elementos do proximo patch a ser veri-
ficado. Ap6s percorrer todos os elementos de referenda do patch, teremos a lista dos 
elementos de cada patch. 
7. Remove-se da malha auxiliar a referenda a malha geometrica e redefine-se esta 
a referencia - !Reference. 
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6.5: BuildReferencePatch 
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~-'"'"""''-'·'-'-V como 
* gmesh = 
aspectos na criagao desta malha serao abordados posteriormente. 
Ap6s a criagao do objeto malha clone geometrica, ha a necessidade de se sao 
os seus elementos, sendo isto feito atraves do metodo void TPZGeoCloneMesh::SetElements(TPZStaek 
*> 
em na vVJ.J.\.Uy 
erro ser calculado naquela malha clone. 
Tendo a malha clone geometrica, o passo seguinte e a criagao de urn objeto malha clone 
computacional, sendo esta criagao feita atraves do construtor TPZCompCloneMesh:: TPZ-
CompCloneMesh (TPZGeoCloneMesh *gmesh7 TPZCompMesh *refmesh), sendo gmesh o 
ponteiro para a malha clone geometrica e refmesh o ponteiro para a malha computacional de 
referencia. 
Sobre o objeto malha clone computacional e executado TPZCompCloneMesh::AutoBuild{), 
metodo cujas responsavel pela "montagem" propriamente dita da malha, pela transferencia 
da solugao da malha original para a malha clone e tambem pela criagao das condig6es de con-
torno nas bordas da malha clone nas quais existem elementos na malha original. Este metodo, 
fundamental no processo, tern sua descrigao pormenorizada realizada posteriormente. 
Com a malha done computacional criada e tendo todas as suas caracterfsticas ja definidas, 
o passo seguinte e a insergao desta malha no vet or de malhas clone - fCloneM esh. 
void Sort{TPZVee<REAL> &vee7 TPZVee<int> &perm) 
Este metodo e urn simples ordenador, de modo a ordenar de maneira decrescente o vetor 
de erros - vee, fornecendo os indices de permutagao - perm. 
TPZCompMesh * CreateCompMesh {TPZCompMesh *mesh7 TPZVee<TPZGeoEl *> &gels-
tack, TPZVee<int> &porders) 
Esta fungao tern por objetivo criar uma malha adaptada, a qual sera retornada pela 
fungao, com base em uma malha original e nos vetores de elementos geometricos, os quais 
indicam o re:finamento h ou nao, eo re:finamento p de cada elemento geometrico indicado. 
Simpli:ficadamente, o metodo copia o vetor de materiais da malha original e utiliza a 
sua malha geometrica de referenda para criar uma nova malha computacional, sendo nesta 
ucoJcuu.u.v o vetor materiais igual ao vetor da - mesh. que antes 
6.2. IIvfPLElv.fENTA()AO DO ESTIMADOR DE ERROS LOCAL 
Como ja descrito anteriormente, esta classe ja estava implementada, sendo aqui descritos os 
metodos adicionados a classe. documenta<_;ao completa desta classe pode ser consultada 
no enderec;o internet: http: I /labmec. fee. unicamp. br ;-pz. 
*> 
• TPZStack<TPZGeoEl *> €Jgrpatch: referenda para lista de ponteiros para elementos 
geometricos. Esta lista sera preenchida durante a execuc;ao do metodo 
Operac;oes 
Conforme descrito anteriormente, no algoritmo 2d, sendo aqui mostrado como as opera-
<;5es anteriormente descritas sao implementadas. 
Para facilitar a visualizac;ao do texto, foi inserido o diagrama de sequencia, mostrado 
na Figura (6.6), o qual mostra a sequencia de operac;5es para a obtenc;ao do elemento de 
referenda de cada elemento da malha computacional. 
Assim, o processo na malha computacional, consiste em percorrer todos os elementos 
computacionais e chamar o metodo void TPZCompEl::GetRefElPatch(TPZGeoEl *ref). 
Neste metodo, temos: 
• Atributos: 
- TPZGeoEl * ref: retorna urn ponteiro para o elemento geometrico identificado 
como sendo o elemento de referenda para o elemento dado; 
• Operac;oes: conforme descrito na metodologia, o metodo consiste em: 
- preenchimento de uma lista de ancestrais do elemento de referenda do elemento 
computacional analisado. obten<_;ao do ancestral de urn elemento geometrico e 
feita atraves da utilizac;ao da func;ao TPZGeoEl *Father(); 
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~. GetRefE!PatchO:TPZGeoEI • I 
while(father.NEiementsO) I 
for(icO; j-<aux->NSillesO;j++) J 
.1.4.1.1: NSides():lnt 1 
if(stac k. NEie me ms()) 
. : ReferenceO:TPZGeoEI $ 
aux 
TPZ'GeoEI 
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* 
* caso a 
o e 
passada como 
0 elemento obtido e inserido na lista. 
Desta forma, ap6s todos os elementos da malha computacional terem sido percorridos, a 
de passada como parametro contera a lista dos '"'""'H"'-·.U~\JO 
eo 
:O:.UJCHvHlAJC) sao OS seguintes: 
• nodtoelgraph f3 nodetoelgraphidex: grafo de n6s para elementos; 
• elegraph f3 elgraphindex: grafo de elementos para n6s; 
• elind: indice no vetor de elementos da malha, indicando o elemento sobre o qual se 
quer o patch; 
• patch: lista na qual sera devolvida a lista de elementos componentes do patch; 
Este metodo consiste em: dados os grafos de n6s para elementos e de elementos para n6s, 
obter para cada n6 do elemento a lista de elementos conectados a este n6, sendo estes inseridos 
na lista do patch, caso ainda nao estejam nela. 
TPZCompMesh * Clone{) 
Este metodo cria uma c6pia da malha sobre a qual a fun<;ao e aplicada. 
As opera<_;oes necessarias sao: 
1. Copiar o vetor de materiais; 
2. Remover a referencia da malha geometrica de referencia (a malha a ser criada necessita 
desta referencia durante sua cria<_;ao); 
3. Criar uma c6pia de todos os elementos computacionais e definir a ordem de refinamento 
p da c6pia igual ao do elemento original; 
a referencia da malha 
80 6. ATRAVES 
5. a a 
ser neste 
2.2 
classe e representa<_;ao uma malha geometrica baseada em urn patch 
de elementos uma de referencia. 
principal caracteristica de urn objeto desta classe e o mapeamento 
Variaveis / Atributos 
• TPZGeoMesh *jGeoReference: malha geometrica de referenda; 
• TPZAVLMap <int,int> fMapNodes: mapeia os indices dos n6s no vetor de n6s da 
malha original para os indices dos n6s da malha clone; 
• TPZAVLMap <TPZGeoEl *, TPZGeoEl *> JMapElements: mapeia os ponteiros dos 
elementos geometricos da malha de referencia para os ponteiros dos elementos geome-
tricos da malha 
• TPZStack<TPZGeoEl *> JReferenceElement: faz o mapeamento de elementos inverso, 
ou seja, dado do indice do elemento geometrico na malha clone e retornado o indice do 
elemento geometrico na malha original; 
• TPZStack<TPZGeoEl *> fPatchRejerenceElements: neste vetor sao armazenados o 
elemento geometrico de referencia para a malha e tambem os seus filhos; 
• TPZStack<TPZGeoEl *> jPatchElements: sao armazenados os ponteiros para os ele-
mentos fornecidos no patch; 
• TPZGeoEl* fGeoElRef: armazena o elemento da malha clone referente ao elemento de 
referencia patch; 




ocorre a criac;ao de todos os componentes da <u.cuu·a, passados 
como parametres: 
a 
base nestas serao 
1. Criac;ao do clone do elemento de referencia do patch: realizado atraves fungao int 
CloneElement(TPZGeoEl *orggel), a qual retorna o fndice do elemento criado. A des-
crigao desta fungao sera feita posteriormente; 
2. Definigao do elemento de referencia da malha clone, sendo este o resultado da fun<_;ao 
acima, ou seja: fGeoElRef=fMapElments[orggelj; 
3. Para todos os elementos do patch: 
(a) Verificar se o elemento ja consta da lista de elementos clonados ou se e em 
caso afirmativo passa para o proximo elemento e em caso negative continua-se, 
(b) Adicionar o elemento do patch a lista de elementos fPatchElements , 
(c) Procura-se o elemento pai referente a malha inicial do elemento de patch, isto e 
feito atraves da utilizagao da fun<_;ao TPZGeoEl*::Father(), sobre o elemento, de 
maneira recursiva, ate que a fun<;ao retorne nulo, o que indicara que o elemento 
nao tern pai e, desta forma, e urn elemento da malha original; 
(d) Clona-se o elemento pai da malha original, fungao int CloneElement(TPZGeoEl 
*orggel); 
(e) Verifica-se a necessidade de adicionar condigoes de contorno ao elemento. Isso 
ocorre caso o elemento seja urn elemento de bordo da malha clone e na malha 
original este elemento apresente elementos vizinhos. Isto e feito atraves do metodo 
void TPZGeoCloneMesh::AddBoundaryConditionElements(TPZGeoEl *el). 
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Nos ftens 3.(b) e 3.(c), destaca-se o fato de que a malha geometrica de clone tern sempre 
os elementos relativos a malha inicial em sua composic;;ao, entretanto, apenas o elemento 
que realmente faz do patch e inserido no vetor de elementos do patch, vetor este cujos 
elementos sao aqueles passfveis de qualquer operac;;ao nesta malha. 
0 diagrama de sequencia da Figura ( 6. 7) ilustra a implementac;;ao deste c6digo. 
int CloneElement(TPZGeoEl *orggel) 
Esta func;;ao realiza as operac;;oes necessarias a clonagem de urn elemento geometrico, 
preenchendo de maneira adequada as variaveis de mapeamento da classe. 
0 argumento da classe e urn ponteiro para o elemento geometrico da malha original -
orggel. 
As operac;;oes realizadas dentro desta func;;ao sao as seguintes: 
1. Verificar se o elemento orggel ja foi clonado, sendo isto feito atraves da func;;ao int 
TPZGeoCloneMesh::HasElement(TPZGeoEl * orggel). Esta func;;ao verifica se o pon-
teiro orggel ja consta da lista de elementos mapeados. 
Caso o elemento ja conste da lista de elementos mapeados a func;;ao retorna o indice 
<O.I.<O.L.I.J.<O.UVV v.I.I..'UU,UV no vetor elementos malha clone. 
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2. 
3. 
e OS caso uv,..,~v· 
e chamada a fun<_;;ao int TPZGeoCloneMesh::CloneNode(int orgnodeindex). 
CloneNode sera descrita posteriormente. 
Tendo-se os indices dos n6s clonados, define-se esta informac;ao no elemento atraves do 
:SetNodelndex(int int nodeindex); 
as 
5. todos os clonado e ajustam-se os de 
cada lado do elemento clonado - void TPZGeoElSide::SetConnectivity (fMapElements 
[neighbour. Element()]). 
6. Percorre-se a lista de todos os subelementos do elemento original e para cada urn destes 
elementos e chamada a fun<_;;ao CloneElement(subel), sendo para o elemento resultante 
da clonagem feitas as seguintes opera<_;;oes: 
(a) void TPZGeoEl::SetSubElement(TPZGeoEl *sonofclonegel) - definir o elemento 
clonado como urn subelemento do elemento em analise; 
(b) void TPZGeoEl::SetFather(TPZGeoEl *clonegel) - definir o elemento em analise 
como elemento pai do subelemento clonado 
7. Ao final do processo e retornado o indice do elemento clonado no vetor de elementos 
computacionais da malha clone. 
De modo a facilitar a visualiza<_;;ao da fun<_;;ao, seu diagrama de sequencia e mostrado na Figura 
(6.8). 
int HasElement(TPZGeoEl *el) 
Esta fun<_;;ao serve para verificar se o elemento passado como argumento da fun<_;;ao - el, 
que pertence a malha original, ja foi clonado ou nao. 
A verifica<_;;ao e feita atraves de uma busca com arvore binaria, com a utiliza<_;;ao de itera-
dores, pr6prios de fun<_;;oes de mapeamento. 
TPZGeoEl * InitializeClone(TPZGeoEl* orgel) 
0 objetivo desta func;ao e obter o tipo de elemento correspondente a orgel. Isto e feito 
atraves da cria<;ao de ponteiros para os diversos tipos de elementos componentes do PZ, sendo 
retornado 0 primeiro ponteiro nao obtido. 
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Isto pode ser feito devido a forma como e gerenciada a derivac;ao na linguagem C++, no 
caso de tentar-se criar urn ponteiro para urn objeto derivado de uma classe , passando como 
argumento desta operac;ao urn objeto, tambem derivado da mesma classe, nao coincidente ao 
tipo de objeto que esta se tentando criar, obtem-se urn ponteiro nulo, pois os dados de uma 
classe e outra nao sao condizentes, de modo a possibilitar tal operac;ao. 
Sendo descoberto o tipo de elemento ja e feita a inicializac;ao dos indices de nos do 
elemento. 
int CloneNode(int nodindex) 
Da mesma forma que para a func;ao CloneElement, aqui sao criados novos n6s, sendo 
preenchidos as variaveis de mapeamento entre os n6s da malha clone e da malha original. 
Urn aspecto a ser destacado e que os identificadores dos n6s - Nodelds, tern seu valor 
copiado da malha original para a malha clone. 
Com isto garante-se que a orientac;ao das fungoes de forma na malha clone e a mesma 
da malha original, o que implica, dentre outros aspectos, que os blocos da soluc;ao da malha 
original coincide com os blocos da malha clone. 
Esta func;ao e mostrada atraves do diagrama de sequencia da Figura (6.9). 
HasNode(int nodeindex) 
Da mesma forma que para a a fun gao H asElement, aqui e feita a verificac;ao se urn dado 
n6 ja consta da lista de n6s da malha clonado, sendo isto feito atraves de uma busca com 
arvore binaria. 
TPZGeoEl* ReferenceElement(int i) 
Retorna o elemento de referencia do elemento i caso este exista. Observe que o elemento 
i pode ser objeto de urn refinamento de urn elemento qualquer, neste caso o elemento 
referencia e o elemento ancestral definido quando da criac;ao da malha. 
void Print (a stream & out) 
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no vetor 
zero caso 0 OU urn seus UU'~'-'OV~ 
conste da lista de elementos do patch original ou urn em caso afirmativo. 
Como destacado anteriormente, nem todos os elementos da malha clone sao elementos 
passados inicialmente na lista do patch. Esta func;ao visa justamente esta verificac;ao. 
e testes 
6.2.3 
classe e responsavel pela representagao de uma malha computacional, baseada em urn 
patch de elementos de uma malha de referenda dado atraves de uma malha clone geometrica 
- TPZGeoClonelvlesh. 
A principal caracteristica de urn objeto desta classe e o mapeamento de seus elementos e 
n6s para os elementos e n6s da malha computacional de referenda e tambem, a representagao 
do patch atraves de uma malha. Sobre esta malha e transferida a soluc;ao da malha original 
e nos contornos desta malha, onde na malha original existiam elementos, sao colocadas 
condigoes contorno, de modo a fixar a soluc;ao original. 
A implementac;ao baseou-se na derivac;ao da classe TPZCompMesh, sendo acrescidas va-
riaveis e fun<_;oes conforme sera descrito na sequencia. 
Variaveis I Atributos 
• TPZComplvfesh * fCloneReference: malha computacional de referenda I original; 
• TPZAVLMap <intJint> fMapConnects: mapeia as conectividades da malha original 
para a malha clone; 
• TPZStack <int> fOriginalConnects: realiza o mapeamento inverso, ou seja dado o 
indice do elemento da malha clone e retornado o elemento da malha de referenda. 
Fun~oes e Metodos 
TPZCompCloneMesh (TPZGeoCloneMesh * grJ TPZCompMesh * cmesh) 
Construtor da classe. Cria urn objeto do tipo malha clone computadonal sendo para 
passados os 
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a 
no construtor as 
1. a malha geometrica associada: como esta e uma classe derivada de TPZComp-
3. 
Mesh, e informado a malha geometrica necessaria a criagao de urn objeto TPZComp-




virtual void A utoBuild() 
Esta fungao e responsavel pela montagem da malha computacional tendo por base a malha 
geometrica e o vetor de materiais. Nesta redefinigao, sao tambem realizadas as seguintes 
opera<;;oes: 
1. Criagao dos elementos computacionais a partir da lista de elementos componentes do 
patch, dada pela malha clone geometrica. Para tal, para cada elemento da malha clone 
geometrica e chamada a fungao int TPZGeoCloneMesh::IsPatchSon(TPZGeoEl *gel), 
ja descrita. 
2. Cria<;ao dos elementos computacionais para os elementos geometricos componentes do 
patch. Isto e feito atraves da fungao TPZCompEl * TPZGeoEl::CreateCompEl(TPZComplv. 
&mesh, int &index), sendo o primeiro argumento da fun<;ao correspondente a malha 
onde sera criado o elemento computacional, aqui foi passada a malha atual - *this. 0 
segundo argumento retornara o indice, no vetor de elementos computacionais da malha, 
do elemento criado. 
3. 0 passo seguinte e o mapeamento das conectividades do elemento computacional cri-
ado. Para tal inicialmente e verificado a existencia da conectividade do elemento de 
referencia na variavel de mapeamento, sendo isto realizado atraves da fun<;ao int TPZ-
CompCloneMesh::HasConnect(int orgconindex). Caso essa conectividade ainda nao 






6. ESTI1\JADOR DE ERRO ATRAVES DE SUB-1\JALHAS 
HH.,U-,><;J a criagao as vVA.HU\(V 
de bordo da malha clone, devido ao recorte do patch em relagao a malha original. Isto 
e no metodo void TPZCompCloneMesh::CreateCloneBC(), o qual sera descrito 
a estrutura 
a da malha de referenda para a malha e atraves da 
c6pia da solw;;ao bloco a bloco. Sendo obtido, para cada conectividade mapeada, a 
posi<;ao e tamanho do bloco associado, sendo este bloco copiado para a posi<;ao correta 
na malha clone. 
Ao final do processo temos uma malha computacional com as caracteristicas procuradas, 
ou seja constituida apenas pelos elementos do patch, com solu<;ao igual a solu<;ao da malha 
original e tendo seus contornos fixados com a solu<;ao da malha original. Este metodo e 
ilustrado pela Figura (6.10). 
int HasConnect(int enid) 
Esta fun<;ao verifica se urn dado indice de uma conectividade na malha de referenda ja 
consta da lista de conectividades mapeadas. 
void CreateCloneBC() 
Este metodo e responsavel pela cria<;ao das condi<;6es de contorno nos bordos da ma-
lha clone, onde na malha original existem elementos. Estas condi<;6es de contorno visam 
transmitir a malha clone a contribui<;ao dos elementos que nao comp6em o patch. 
A condi<;ao de contorno adotada e uma condi<;ao de Dirichlet, com valor da solu<;ao fixado 
igual a solu<;ao para os n6s de interface na malha original. 
Para ser iniciado o processo e necessaria que todos os elementos da malha clone e suas 
respectivas conectividades estejam ja definidas, incluindo a defini<;ao das referencias para a 
malha original. 
0 cerne do metodo e verificar o numero de elementos ligados a cada conectividade na 
malha original e na malha clone. Caso o numero de conectividades na malha clone seja 
menor que na malha original isto indicara que esta conectividade e de bordo e desta forma 
~uc;u"'"'""' ... os elementos que na malha original e contribuem na ......... u ... 
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est a 
na 
os lados e 
(a) Obter o lado em analise- TPZGeoElSide side(int elindex, ins sideid); 
a 
o conectividade na malha clone obtem-se o indice da conectividade 
na malha de referencia- int orgconid = fOriginalConnects [ cloneconnectid}; 
(e) Como indice da conectividade na malha original e obtido o numero de elementos 
conectados, da mesma forma que aquila feito na malha clone; 
(f) Verif.icar a existencia de elementos dependentes da conectividade analisada- fungao 
int TPZConnect::HasDependency(); 
3. Caso o numero de conectividades e de restrigoes seja igual no elemento da malha clone e 
no elemento da malha original, esta conectividade nao necessita imposigao de condi<;oes 
de contorno. 
4. Em caso negativo, ou seja conectividades ou restri<;oes em desacordo, ha a necessidade 
de cria<;ao de urn elemento condi<;ao de contorno - fun<;ao TPZCompEl * TPZGeoEl:: 
CreateBCCompEl (int sideid, int type, TPZCompMesh &mesh), sendo a fun<_;ao execu-
tado sobre o elemento geometrico associado ao elemento computacional em analise e o 
parametros sao o lado do elemento no qual sera criada a condi<;ao de contorno, o tipo 
de condi<;ao, que no caso por ser uma condi<;ao de malha clone foi convencionado seu 
tipo como sendo igual a -1000 e a malha computacional clone. 
5. 0 elemento condi<;ao de contorno criado tern ainda sua ordem p compatibilizada, de 
modo a este elemento nao restringir os elementos da malha clone. 
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6. ESTI1VfADOR DE ERRO ATRAVES DE SUB-MALHAS 
1. Cria uma c6pia da malha atual atraves da fun<;ao TPZCompMesh * TPZCompMesh::Clone(). 
implementa<;ao desta ja foi feita anteriormente. 
(a) Obter a ordem refinamento p do elemento em analise. Isto e feito a partir 
da utiliza<;ao da fun<;ao int TPZinterpolatedElement::PreferredSideOrder(int side), 
sendo passado como argumento o maior lado do elemento. Isto e feito pelo fato 
de no ambiente PZ, a numera<;ao dos lados come<;a pelas conectividades, passando 
para as arestas, faces e por ultimo o volume, sendo a ordem do elemento em si a 
ordem do seu maior lado, volume no caso de urn solido por exemplo. 
(b) Realizar o refinamento do elemento atraves do metodo void TPZCompEl::Divide(TPZCompE, 
*el, TPZVec<int> &subelindex, int interpolatesolution), sendo passados como ar-
gumentos para esta fun<;ao o elemento a refinar, urn vetor que retorna os indices 
dos subelementos criados e o ultimo parametro e uma chave para indicar se a 
solu<;ao do elemento original deve ou nao ser interpolada para os subelementos -
0 nao interpola e 1 interpola. 
(c) Refinar os subelementos em p, utilizando a ordem obtida anteriormente somando-
se urn. Isto e feito atraves do metodo void TPZinterpolatedElement::PRejine(int 
porder). 
(d) Executar o metodo void TPZCompMesh::ExpandSolution(), de modo a compatibi-
lizar o solu<;ao interpolada inicialmente com o novo numero de graus de liberdade 
devido ao refinamento p. 
As opera<;oes descritas acima sao ilustradas no diagrama de sequfmcia da Figura (6.12). 
void MeshError(TPZCompMesh *fine, TPZVec<REAL> &ervec, void(*f)(TPZVec<REAL> 
&loc, &val, TPZFMatrix &deriv), TPZVec<REAL> &truervec) 
6.2. ESTIMADOR ERROS LOCAL 
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• ervec: deve ser passado o vetor de erros relativo a malha de referenda, ou seja o numero 
e a indexa<_;ao deste vetor devem corresponder ao vetor de elementos 





sao validas para este caso. 
ana-
As opera<_;oes realizadas, conforme descrito para o metodo global e aqui adaptadas, sao as 
seguintes: 
1. Criar urn objeto analise e resolver a malha fina. Nesta implementa<_;ao especifica foi 
utilizado uma analise do tipo Skyline. 
2. Obter a referenda para a malha clone geometrica. Esta malha sera utilizada para se 
obter as referendas para a malha a ser adaptada. 
3. Para cada elemento computacional componente da malha fina: 
(a) Verifica-se se o elemento e proveniente de urn espa<_;o interpolado (TPZinterpola-
tedElement); 
(b) Identifica-se o elemento geometrico associado ao elemento computacional em ana-
lise; 
(c) Verifica-se se o elemento geometrico identificado e o elemento de referenda da 
malha clone geometrica ou urn filho deste. Isto e feito atraves da fun<_;ao int 
TPZCompCloneMesh::IsFather(TPZGeoEl *gel). Em caso negativo passa-se para 
proximo elemento computacional. em caso positivo continua-se a analise. 
(d) A defini<_;ao do nivel de refinamento e feita atraves de procedimento recursivo de 
obten<;ao do elemento pai do elemento da malha fina, ate que este seja igual ao ele-
mento da malha clone associado, fato que ocorre pelo refinamento ser hierarquico. 
Tendo-se o elemento pai do elemento da malha fina, correspondente ao elemento 
da clone, e possivel a identifica<;ao do elemento geometrico correspondente 
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0 erro para 0 0 passo e a 
elemento da malha original corresponde o erro calculado. Isto e feito atraves 
da func;ao int TPZCompCloneMesh::GetOriginalElementlndex(int clonelindex), a 
sera descrita posteriormente . 
..Lv>.1uv se percorridos todos os elementos da malha teremos calculados os erros 
todos os elementos reladonados ao elemento de referenda do patch ao qual a malha 
clone referenda. 
A implementac;ao do metodo e ilustrada pelo diagrama de sequencia apresentado na Figura 
(6.13). 
REAL ElementError (TPZinterpolatedElement *fine, TPZinterpolatedElement *coarse, 
TPZTransform 8tr, void (*j)(TPZVec<REAL> 8loc, TPZVec<REAL> 8val, TPZFMatrix 
8deriv),REAL 8truerror) 
Conforme mendonado anteriormente, este metodo foi inteiramente aproveitado da im-
plementac;ao do metodo global, nao sendo necessario nenhuma compatibilizagao para sua 
inserc;ao nesta classe. 
A descrigao do metodo pode ser encontrada no item relativo a implementagao do metodo 
global. 
int GetOriginalElementlndex(int elindex) 
Esta fungao retorna o indice do elemento associado ao elemento dado como argumento, na 
malha de referenda. Caso o elemento forneddo, atraves do seu fndice no vetor de elementos 
da malha clone, nao tenha elemento assodado na malha de referenda, a func;ao retornara 
( -1). 
As operag6es necessarias a obtengao deste indice sao as seguintes: 
1. Obter a malha clone geometrica assodada a malha clone corrente. Isto e feito atraves 
da utilizac;ao de urn cast para a malha clone geometrica na fungao TPZGeoMesh * 
TPZCompMesh::Reference(). Isto pode ser feito pelo fato de obrigatoriamente esta 
•u<"" ... '-" ter como malha geometrica associada uma malha do clone geometrico. 
6. ERRO SUB-MA.LHA.S 
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I 
' 1· GetOnomaiEiementlnd:ex(lnt),int  
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2. 0 passo seguinte e obter o elemento geometrico associado ao elemento do qual se deseja 
obter o elemento de referenda associado. Isto e feito atraves da func;ao TPZGeoEl * 
::TPZCompEl Reference(), aplicada ao elemento computacional analisado. 
3. Tendo o elemento geometrico da malha clone, utilizamos a func;ao TPZGeoEl * TPZ-
GeoCloneMesh::ReferenceElement(TPZGeoEl * clonegel), para obter o elemento geo-
metrico associado na malha geometrica de referenda assodada. 
Com o elemento geometrico da malha original, tendo que a malha geometrica referenda 
a malha computacional de referenda, basta aplicar a func;ao TPZCompEl * TPZGe-
oEl::Reference() sob o elemento geometrico da malha original para obter urn ponteiro 
para o elemento computacional assodado. 
5. Sobre o elemento computacional obtido no passo anterior e aplicada a func;ao int TPZ-
CompEl::Index(), a qual retorna o fndice do elemento dado na malha a que ele pertence, 
no caso a malha computadonal de referenda. 
6. Em caso de falha em qualquer ponto do metodo, e retornado -1, para indicar que nao 
ha elemento computacional associado ao elemento dado. 
0 diagrama de sequencia da Figura (6.14) mostra a implementac;ao deste metodo. 
TPZinterpolatedElement *TPZCompCloneMesh::GetOriginalElement(TPZCompEl *el) 
Este metodo utiliza o metodo anterior para a obtenc;ao do elemento associado, acrescen-
ao anterior o fato de o indice devolvido por aquele para a obtenc;ao ponteiro 
98 6. ESTIMADOR DE ATRAVES DE SUB-MALHAS 
OS 
~ minerror: e fornecido urn erro de corte, erro minimo o elemento apresentar 
para mostrar necessaria a analise de seu padrao de refinamento; 
• gelstack: esta lista de elementos contem a lista de elementos geometricos refinados 
em Caso a posigao esteja nula indicara a existencia de refinamento p puro para o 
elemento; 
• porder: contem a lista de ordens de refinamento p para cada elemento correspondente 
de gelstask; 
As operagoes aqui realizadas sao as seguintes: 
1. Obtem-se a malha clone geometrica associada a malha clone, sendo isto feito atraves 
da fungao TPZGeoMesh* TPZCompll!esh::Rejerence(), sendo feito o cast para a malha 
clone geometrica, conforme ja descrito. 
2. Retiram-se as referencias da malha clone geometrica da malha clone e as carregam na 
malha fina, ou seja geoclonemesh->ResetRejerence() e fine->LoadReferences(). 
3. Para todos os elementos da malha clone refinada: 
(a) Verificar se o elemento faz parte do elemento de referencia do patch. Isto e feito 
atraves da fungao int TPZCompCloneMesh::IsFather(TPZGeoEl*). Em caso ne-
gativo passa-se para o proximo elemento e em caso afirmativo continua-se a analise; 
(b) Obtem-se o indice do elemento computacional associado ao elemento analisado. 
Para tale utilizada a func;ao int TPZCompCloneMesh::GetOriginalElementindex(int 
cloneindex). 
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<int> &porder). Esta func;ao ja estava implementada para o metodo global, ja 
estando descrita. 
estando sua descric;ao ja 
bal. Apenas uma adaptac;ao feita ao metodo que e a inserc;ao dos parametros de refi-
namento hp na posic;ao relativa ao elemento de referenda do elemento analisado, ou seja, 
obtem-se o indice do elemento da malha original atraves da func;ao int TPZCompClone-
Mesh::GetOriginalElementlndex(int cloneindex) , ja descrita. 
void TPZCompCloneMesh::DeduceRefPattern(TPZVec<TPZRefPattern> &refpat, TPZ-
Vec<int> &cornerids, TPZVec<int> &porders, int originalp) 
Utilizou-se a mesma implementac;ao realizada para o modelo global. A descri<;;ao deste 
metodo pode ser encontrada na sec;ao relativa a esta implementac;ao. 
int IsFather(TPZGeoEl *el) 
Esta func;ao verifica se urn dado elemento e o elemento de referenda do patch ou urn de 
seus filhos, caso em que a func;ao retornara 1. Em caso contnirio a func;ao retornara 0. 
0 argumento da func;ao e o elemento geometrico, relativo a malha clone. 
As operac;oes realizadas pelo metodo sao as seguintes: 
1. Verifica se o elemento informado corresponde ao elemento de referencia do patch. Em 
caso afirmativo retorna 1 e sai da func;ao. 
2. Caso contrario substitui-se o elemento dado pelo seu pai- func;ao TPZGeoEl * TPZGe-
oEl::Father(), caso este exista, e verifica-se se este elemento corresponde ao elemento 
de referenda do patch. 
3. 0 passo 2 e repetido ate que se encontre urn ancestral do elemento que corresponda 
ao elemento de referenda, ou que se obtenha pai nulo, o que implicara que todos os 
ancestrais do elemento foram analisados e nenhum deles corresponde ao elemento de 
referencia do patch. 
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6. 
1.2.2: fa.th~r: .. FalherO:TPZGeoEI"' 
desse metoda e mostrada na 
void Print( ostream &out) 
Imprime as variaveis da classe. 
(6.16). 
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Resultados Obtidos - Testes de Valida~ao 
como 
OS 
Os testes de valida~ao realizados sao descritos na 
7.1 Problema de Laplace para Placa em L 
Como primeiro teste de valida~ao foi utilizado o mesmo modelo apresentado na Figura (5.11) e 
tambem utilizado em [6]. Os elementos utilizados tambem foram quadrilaterais e as condi~oes 
de contorno impostas sao iguais ao gradiente da solu~ao analitica nos bordos, da mesma forma 
que para o modelo implementado na valida<_;ao do modelo global. 
Este modelo, utilizando a tecnica local aqui implementada, tern seus resultados apresen-
tados na sequencia, sendo na Figura (7.1) apresentado na sequencia o erro estimado junto 
a ao erro real, a efetividade do estimador de erros e o tempo de processamento. Nestes 
graficos e possivel visualizar a converg€mcia do erro estimado, a sua efetividade, ou seja, 
com qual qualidade que este aproxima o erro real urn parametro muito importante e que 
viabiliza a utiliza~ao do metodo que e o custo computacional, medido atraves do tempo de 
processamento. 
Na Figura (7.2) e mostrada a malha obtida em 2, 5 e 10 passos adaptativos, enquanto na 
Figura (7.3) e mostrado o detalhe doL para 10 passos. 
Conforme pode ser verificado na Figura (7.1), o estimador de erros converge com taxa 
similar a taxa de convergencia do erro real, sendo o padrao de convergencia quadnitico, da 
mesma forma que o valor obtido pelo metodo de estima<_;ao global. A efetividade apresentada 
tambem mostrou-se adequada, oscilando entre 80% e 88%, nao existindo tal oscila~ao no 
modelo global, entretanto a efetividade deste tende a 80%. Ja o tempo de processamento 
mostrou-se muito menor que o tempo de processamento para o metodo global. 
Isto ja era de se esperar, uma vez que o numero de equa~oes de todas e 
7. OBTIDOS- TESTES DE VALIDAQAO 
2 Compara~ao: Modelo Global vs. Modelo 
e tempo. 
Os resultados desta comparac;ao sao mostrados nos gnHicos da Figura (7.4). 
Observe que ambos os modelos conduziram a indices de efetividade acima de 80%, po-
dendo ser verificado como grande vantagem do modelo local o fato de seu tempo de obtenc;ao 
das malhas adaptadas ser muito menor que o tempo obtido pelo modelo global. 
curva de tempo do modelo local apresentou-se com o perfil de urn polin6mio quadnitico, 
com gradiente baixo, podendo ser em alguns trechos aproximada por uma reta. Este perfil 
pode ser explicado pelo fato de urn patch, de acordo com a estrategia adotada, ter sempre urn 
numero pequeno de elementos em relac;ao a malha global, sendo o crescimento do tempo de 
obtenc;ao da malha pelo metodo local decorrente do aumento do refinamento p dos elementos 
e pelo aumento do numero de patches. Isto justificaria o aumento praticamente linear do 
tempo, para o numero de equac;oes testadas. 1 
Ja o modelo global tern seu grafico de tempo com perfil exponencial, sendo isto facilmente 
justificavel pelo numero de equac;oes aumentar pelo quadrado do numero de graus de liberdade 
acrescido a malha. 
Com relac;ao aos dados de efetividade, observa-se uma grande oscilac;ao do indice de 
efetividade nos resultados para o modelo local. Conjectura-se que esta oscilac;ao deve-se ao 
fato da malha utilizada como malha de referencia em cada passo ser a malha adaptada pelo 
metodo global no passo anterior. De certo modo o padrao de refinamento indicado pelo 
metodo global pode diferir daquele identificado pelo metodo local. 0 grafico de efetividade 
calculado sobre malhas obtidas como metodo local mostrou-se muito mais comportado. (ver 
Figura (7.1)). 
1 Isto e valido ap6s alguns passos de refinamento, pois nos passos iniciais, cada patch pode ter ate o numero 
de elementos total da malha. Neste caso e l6gico que este tera urn tempo de obtew;ao da malha adaptada 
maior. 
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e 
0 
Numero de Equa9oes 
Numero de Equa9iies 
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X 
.3 Verifica~ao da U tiliza~ao de Elementos Triangulares 
Para verificar a confiabilidade do metodo, o mesmo modelo utilizado acima foi analisado com 
a utilizac;ao de elementos Triangulares. A malha utilizada e mostrada na Figura (7.5). 
Os resultados sao mostrados na Figura (7.6), sendo destacado o fa to do numero de equa-
c;oes alcanc;adas ser menor pelo fato do refinamento no canto do L ter levado alguns elementos 
a ter uma deformac;ao tal, a ponto de causar instabilidade numerica durante a resoluc;ao do 
problema. A Figura (7. 7) mostra a malha apos 2, 5 e 10 passos adaptativos respectivamente. 
A Figura (7.8) mostra urn detalhe da regiao do L. 
Conforme pode ser verificado, o padrao de convergencia e similar ao obtido para os ele-
mentos quadraticos (para o mesmo mimero de equac;oes), sendo a efetividade proxima a 85% 
tambem para este caso. 0 tempo de processamento foi compativel com os resultados obtidos 
para a malha de elementos quadrilaterais. 
Com relac;ao as malhas adaptadas, pode-se tambem verificar a concentrac;ao de elementos 
na regiao do ponto de descontinuidade que e o canto do L. 
Conforme pode ser observado nos resultados, o metodo auto-adaptativo conduziu a malhas 
com erro decrescente, entretanto, dado o numero maximo de equac;oes nao ter sido razoavel, 
algo proximo a 1000 equac;oes, nao ha meios de concluir algo sobre as taxas de converg€mcia 
e de efetividade. 
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testados, mas nao validados. 
0 erro estimado localmente, atraves do modelo implementado, teve urn indice de efe-
tividade similar ao erro estimado por urn modelo local, tendo como vantagem o tempo de 
processamento, que no caso do modelo analisado, enquanto o modelo global tern uma curva 
de tempo exponencial, o modelo global tern urn perfil proximo ao linear. 
Ainda como detalhe adicional, caso a analise local seja paralelizada, este aumento de 
tempo sera muito menor em relac;ao ao obtido ate agora. 
Estes resultados promissores mostram que esta tecnica ainda pode ser muito explorada, 
principalmente nos aspectos relatives a analise de desempenho, paralelizac;ao de tarefas e 
estudo de implementac;ao de outros tipos de estimadores de erro utilizando esta abordagem 
local. 
Com relac;ao a extensao deste metodo para problemas tri-dimensionais, durante OS testes 
com o metodo, foram utilizadas func;6es cuja validac;ao nao havia sido feita anteriormente. 
Desta forma, verificou-se uma inconsistencia de dados em alguns padr6es de refinamento 
especfficos. Esta inconsistencia esta sendo analisada e tao logo esteja validado o trecho de 
c6digo utilizado, voltar-se-a a validac;ao do metodo para problemas tri-dimensionais. 
Acredita-se que com este c6digo validado o funcionamento do c6digo auto-adaptativo sera 
imediato, uma vez que para o modelo tri-dimensional utilizado, chegava-se a sete passos de 
refinamento, com a estrutura das malha clone corretas. Neste passo era realizado urn padrao 
de refinamento hp cuja implementac;ao apresentou problema. 
De modo a validar o modelo tri-dimensional sera utilizado o problema modelo adotado 
em [7]. 
Ressalta-se que a estrutura do metodo esta implementada e mostra-se promissora em 
termos de utilizac;ao pratica, pois a reduc;ao do custo computacional para a obtenc;ao uma 
•ua.tua adaptada sensivel. 
1 CAPiTULO 8. CONCLUSAO 
1 
como a '-"U<U;U,Jv 
ao longo do tempo requerem urn grande esfon:;o computacional para a obten<;ao de malhas 
adequadas. 
aspecto nao destacado anteriormente~ mas 
com erro '-'Vl.J.Cl'-'·'"':; ... 
\CJ.J.J . .I.CUHCOJ .... ..,v estudado e o padrao adotado e com urn 
numero de equa<_;oes menor o numero de equat;;oes dado pelo refinamento uniforme e cujo 
erro e minimo para este numero de equa<;oes. 
Observe que este padrao e adotado independentemente do erro. Assim, algoa ser anali-
sado, atraves do padrao de refinamento obtido, caso o erro ainda seja consideravel, realizar 
urn novo passo de refinamento neste patch localmente, antes de transferir o padrao de solu<;ao, 
sendo isto feito de maneira recursiva ate que o erro obtido para os elementos componentes 
do patch seja menor que urn limite aceitavel. 
De fato isto pode levar a urn refinamento excessivo em alguns casos mas, por outro lado, 
pode reduzir sensivelmente o numero de passos de adaptatividade e ainda reduzir considera-
velmente 0 tempo de analise. 




No calculo de elementos finitos, o resultado da analise e a obtenc;ao da func;ao que representa 
a variavel de estado. Entretanto, normalmente, tambem procura-se pela distribuic;ao das 
fungoes de fl.uxo ao longo do dominio. Assim, no caso da elasticidade, os engenheiros de 
estruturas estao preocupados em obter as tensoes atuantes no corpo, pois partindo-se destas 
e possivel realizar 0 dimensionamento. 
Dessa forma, existe a necessidade de realizar o p6s-processamento dos valores obtidos 
para encontrar o gradiente da func;ao analisada. Aqui surge urn novo porem, normalmente 
a func;ao que representa o gradiente e descontinua entre as bordas dos elementos, tornando-
se necessario para sua representac;ao, suaviza-la, de modo a torna-la continua ao longo do 
dominio. 
A suavizac;ao pode ser feita de diversas formas, entretanto, foi demonstrado por Zlamal 
[27, 28] que no centr6ide do elemento, a func;ao gradiente apresenta a propriedade de super-
convergencia, ou seja, neste ponto a func;ao gradiente convergira mais rapidamente para seu 
valor real. Tal fato pode ser visualizado, em uma dimensao, na Figura (A.l), onde e mostrado 
que para a func;ao variavel de estado, os n6s dos elementos apresentam a propriedade de super-
convergencia, enquanto sua aproximac;ao para a func;ao gradiente e pobre, fato contrario ao 
que ocorre no centro do elemento. 
ll8APENDICE ESTI!viADORES BASEADOS EM VALORES SUAVIZADOS- ESTIJivfADOR 
NO! 
.1 
Para mostrar o processo de caJculo do erro atraves desse metodo, tomemos o seguinte pro-
blema modelo: 
-vu+cu= f, 
com as seguintes condi<;6es de contorno: 
~~ = g em f N e U = 0 em f D 
0 erro, em termos da norma de energia, sera dado por: 
llell 2 =In !vu- vux\ 2 dx, sendo: 
vu: Gradiente da func;ao ureal; 
'\lux: Gradiente da fun<;ao ux calculada numericamente no elemento K; 
Como, em geral, nao temos o valor da fungao gradiente real, substituiremos o seu valor pelo 
valor da fun<;ao suavizada que, caso seja adequadamente escolhida, conforme sera descrito 
adiante, representara uma aproximagao melhor do que aquela calculada isoladamente no 
elemento. 
Dessa forma teremos que o erro estimado, associado ao elemento K sera: 
77k = i!Gx(ux)- u~ll 2 dx, sendo: 
Gx(ux): Gradiente da fungao ux suavizada; 
u~: Primeira derivada da func;ao ux calculada numericamente no elemento K; 
Como ha a necessidade do p6s processamento da solugao, esse processo agrega urn custo 
computacional muito pequeno ao processo, fornecendo bons resultados. 
0 processo pode ser resumido entao nas seguintes etapas: 
• executar o p6s-processamento dos resultados de modo a obter o gradiente da soluc;ao 
em cada elemento; 
• suavizar a func;ao gradiente ao longo 
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em 
entre o 
• a aos 
reais da func;;ao, quando as condic;;oes forem favoraveis (malha dimensao adequada). 
Como exemplo, caso utilizemos a media entre os valores dos gradientes calculados nos 
n6s de urn elemento de barra, quanto mais reduzirmos o tamanho do elemento, mais 
0 
em custos 
• Facilidade de Manipulac;;ao: a func;;ao ser ... a ..... u .... .~.vu 
que as func;;oes obtidas sejam facilmente integraveis. 
A.2 Operador de Zienkiewicz-Zhu 
0 operador de suavizac;;ao de Zienkiewicz-Zhu consiste nas seguintes etapas para o calculo do 
valor suavizado em urn determinado n6: 
1. Selecionar o n6 onde se quer determinar o valor suavizado; 
2. Identificar quais elementos tern esse n6 na sua lista de conectividades; 
3. Para cada elemento identificado, calcular o valor do gradiente no seu centr6ide, como 
sendo a media dos valores nos seus n6s; 
4. Com o valor no centr6ide de todos os elementos, e ajustada uma func;;ao, por minimos 
quadrados a todos esses n6s. 
5. Atraves da func;;ao ajustada e calculado o valor suavizado no n6 selecionado em 1. 
Assim, com o valor suavizado e possivel obter-se a estimativa do erro, conforme descrito 
anteriormente. 
Implementa<;ao de Mat Bloco 
dos esfon;os para a generalizagao ambiente e como parte dos esfon;os 
para possibilitar a criagao de c6digos passiveis de paraleliza<;ao, esta inserida o aumento do 
numero de classes algebricas, incluindo a implementa<;ao da classe para tratamento de uma 
matriz atraves de blocos que podem apresentar sobreposi<;ao. 
A vantagem da utiliza<;ao desse tipo de matriz e que alem de agregar a possibilidade de 
acesso direto ao bloco elementar, proveniente da matriz bloco diagonal ja implementada, essa 
classe, quando utilizada como pre-condicionador ja agregara uma sobreposi<;ao da solu<;ao dos 
elementos em cada conectividade, o que esperamos ser urn pre-condicionador com eficiencia 
melhor do que a apresentada quando do uso de pre-condicionador baseado em bloco diagonal, 
cuja solu<;ao nao preve esta sobreposi<;ao. 
B.l Fundamento Algebrico 
Dada uma matriz [K], pode-se mostrar que essa pode ser obtida pelo somat6rio de suas sub 
matrizes, ou seja: 
(B.l) 
Da mesma forma, com esta abordagem, o produto matriz vetor K. u, pode ser escrito 
como o somat6rio do produto dos sub blocos com o sub vetor correspondente, ou seja: 
(B.2) 




-'-'"''"""'''"' os da seus u.n .. u'"""" localizagao na 
e o vetor u global, a operagao de multiplicagao: 
K.u=f 
sera realizada da seguinte forma: 
Algorithm 2 Multiplicagao atraves da utilizagao de blocos sobrepostos 
1. Fornecer os blocos Ke componentes da matriz K, o vetor u e seus respectivos indices. 
2. Decompor o vetor u em blocos Ue, correspondentes aos blocos dados (Scatter). 
3. Calcular a multiplicac;;ao dos sub-blocos: 
4. Com os sub vetores fe e montado o vetor f (Gather) 
Para o melhor entendimento da operagao esta pode ser acompanhada atraves da sequencia 
abaixo, considerando a malha da Figura (B.1), onde e representada uma malha simples 
com dois elementos, sendo as conectividades do elemento 0 = {0, 1, 2, 3} e do elemento 
1 = {1,4,2}. 
Abaixo e mostrado como seria feito, de maneira esquematica, as operac;;oes Gather, dado 
urn vetor u = { uo, u1, u2, u3, u4} por conectividade e a operagao Scatter, dado urn vetor 
f = {!8, JP, fg, Jf, !J, fi, fi} por bloco. Os indices superescritos indicam o elemento e os 
subescritos o numero de sequencia do dado dentro 
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No caso insergao dados, essa pode ser o intermedio 
do metodo AddK ell que em instancia tambem o metodo AddBlock. A Figura 
(B.3) mostra esquematicamente esta sequencia. 
Ja o calculo da multiplica<:;ao, o qual utiliza os metodos Scatter e Gather7 e mostrado de 
modo esquematico na Figura (B.4) . 
. 3 Irnplernenta~ao 
A matriz bloco diagonal foi implementada atraves da derivagao da classe TPZBlockDiagonal, 
que ja apresenta todas as funcionalidades de armazenamento, acesso a dados e operagoes 
matriciais basicas. 
Os membros desta classe sao: 
• TPZBlockDiagonal jStoreA1atrix: objeto que armazena os blocos da matriz; 
• jBlockPos: vetor com a posi<:;ao na matriz do primeiro elemento do bloco; 
• !Initialized: contem o numero de blocos da matriz. 
Construtores, Destrutores e Metodos de Inicializagao 
TPZOverlapBlock() 
Cria urn objeto com todos parametros nulos. 
TPZOverlapBlock(TPZVec<int> blocksizeJ int rows) 
Aloca espa<:;o em memoria para receber a quantidade de blocos componentes do vetor 
blocksize, sendo o tamanho de cada bloco indicado nos elementos componentes do vetor. 
TPZOverlapBlock(TPZOverlapBlock &ovlbl) 




































virtual REAL s(int row, int col) 
Verifica se existe elemento da matriz em uma posigao ( i, j) = (row, col) 
int Dim() 
Retorna em T a atual objeto. 
int Der;ompose_LU() 
U tiliza a fatorac;ao L U para o calculo da matriz triangular superior. 
virtual int Substitution(TPZMatrix &B) 
127 
Realiza a retrosubstituigao para a obtengao da soluc;ao do problema A.x = b, onde A ja 
e uma matriz triangular superior. 
void AddKel(TPZFMatrix &mat, TPZVec<int> 8sourceindex, TPZVec<int> 8destina-
tionindex) 
Realiza a insen;ao de uma matriz relativa a matriz de rigidez de urn elemento, com 
restrigoes, em mat, cujos indices do elemento estao em sourceindex e os indices relativos a 
matriz global estao em destinationindex. 
Com estes dados cria-se urn bloco com os elementos referenciados, sendo este bloco entao 
passado ao metodo AddK el descrito a baixo. 
void AddKel(TPZFMatrix &mat, TPZVec<int> &destination) 
Esse metodo calcula o indice do bloco e passa esse indice e os parametros de entrada para 
o metodo AddBlock realizar a inserc;ao do bloco na matriz. 
Metodos Especificos 
void AddBlock(int id, TPZVec<int> 8pos, TPZFMatrix &block) 
Dado o indice identificador do bloco - id, o vetor com a posigao de cada elemento do bloco 
- pos, em uma "matriz global" eo bloco block este e armazenado em fStore11.1atrix. 
void GetBlock(ind id, TPZFMatrix &block) 
Retorna em block o bloco de indice id. 
void Scatter(TPZFMatrix 8uin, TPZFMatrix &uot, int stride) 
Esse metodo cria urn vetor de carga, pode ter "stride" variaveis de estado, baseado em 
indices dos blocos atraves de urn vetor com a stride" variaveis estado baseado em indices 
128 IMPLElvfENTA(:AO DE MATRIZ BLOCO SOBREPOSTO 
z = alpha.x + beta.y.(opt.fStoreMatrix) 
0 procedimento para realiza<;ao do caJculo e 0 representado no algoritmo descrito acima, 
a e 
Reimplementa~ao de Mudan~a de 
0 sistema previamente implementado no estava capacitado a 
coordenadas entre sistemas cilindricos e cartesianos com mesma origem e eixos z coincidentes. 
Aqui propos-se a tornar essas alterar;;oes genericas, aumentando a gama de possibilida-
des de mudanr;;a de coordenadas dentro do ambiente PZ, possibilitando a implementar;;ao de 
sistemas de coordenadas cilindricos, com origem e eixos nao coincidentes com os eixos de refe-
r€mcia do sistema de coordenadas global e tambem implementar;;ao do sistema de coordenadas 
esfericas. 
C.l Desenvolvimento Te6rico 
generalizar;;ao dos metodos existentes implica na abstrar;;ao seguinte: considerando que a 
estrutura existente esta vinculada a urn sistema de coordenadas com origem {x=O,y=O,z=O}, 
podemos considerar que tal origem refere-se a urn sistema de coordenadas local, que por sua 
vez sera o resultado de urn conjunto de rotar;;ao e translar;;ao do sistema de referenda global. 
Assim, a partir do sistema denominado local, pode ser realizado urn mapeamento atraves 
de urn tensor composto por urn tensor Translar;;ao [T] e urn tensor rotar;;ao [R]. 
0 tensor rotar;;ao, dadas as rotar;;oes em torno de cada eixo, pode ser escrito da seguinte 
forma: 
R = B .C.D, on de: 
[ 
cos'lj; sen'lj; 
B = -sen'lj; cos'lj; 
0 0 
onde: 
1/J: rotar;;ao em torno do eixo z; 
e: rotar;;ao em torno do eixo y; 
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z = z; 
cos() -r * sen() 0 
o sistema ou outro sistema. 
C.2 Implementac_;ao no P 
No ambiente atual, todas as transformagoes sao feitas na classe responsavel pelo mapeamento 
geometrico do elemento. No decorrer do trabalho verificou-se que tal tarefa deveria ser 
realizada na Classe TPZCosys. 
Assim, sao desenvolvidas as seguintes implementac;oes na classe TPZCosys: 
• implementac;ao de metodo para 0 calculo do jacobiano de cada transformac;ao; 
• implementac;ao de metodos para mapeamento translac;ao; 
• implementac;ao de metodos para mapeamento rotac;ao; 
e implementac;ao de metodo para transformagao de coordenadas do sistema atual em 
cartesian as e vice-versa; 
C.2.1 Mapeamento Transla~ao 
0 Mapeamento translac;ao consiste na mudanc;a da origem do sistema de coordenadas para 
urn outro ponto dado. Os eixos do sistema local obtido serao paralelos aos eixos do sistema 
global. 
termos numericos, a integral de uma func;ao no novo sistema de coordenadas sera 
dada integral da func;ao em relagao as coordenadas locais, acrescida da parcela relativa 
a regiao entre o sistema local e o sistema global. 
C.3. LMPLEMENTAQAO DE TRANSFORMAQAO DE COORDENADAS CARTESIANAS B 
para esse caso, e 
que seu inverso e igual ao seu transposto. 
Com OS dados do tensor tam bern e possivel 0 calculo do J acobiano da transformagao e de 
seu determinante cujo valor e sempre igual a 1. 
Tais metodos encontram-se implementados na classe TPZCylin, tendo sido implementado urn 
metodo para 0 calculo do jacobiano da transformagao e 0 calculo de seu determinante. 
Tambem foi implementado urn ponteiro para o sistema de coordenadas de referencia, para 
essa transformagao, de modo a possibilitar a mudanga de coordenadas inversa. 
C.3.1 Documenta~ao do C6digo Gerado 
documentagao do c6digo gerado pode ser encontrada no enderego http: I /labmec. fee. 
unicamp.br/-pz/doxygen/class_TPZCosys.html. 
Toda a documentagao gerada nesse trabalho foi gerada atraves do programa Doxygen, que 
identifica determinados caracteres no c6digo e os interpreta como notas de documentagao, 
tornando possivel a geragao da documentagao em diversos formatos tais como: latex, rich 
text format, html e man. 
Acoplado ao Doxygen esta sendo utilizado o modulo DOT, da AT&T, que cria diagramas 
de interconexao entre classes, mostrando os parametros passados entre as classes conectadas. 
Subestrutura<_;ao 
finitos. 
A implementagao da subestruturagao no PZ tern os seguintes objetivos principais: 
1. Possibilitar a resolw;ao de submalhas atraves da utilizagao de processamento paralelo; 
2. Aumentar a fl.exibilidade para a analise. 
A utilizagao de subestruturagao para a resolugao de problemas de elementos finitos e intuitiva 
e de implementagao relativamente simples, dado que o procedimento consiste no envio de 
uma subestrutura para cada processador, sendo ao final da resolugao de cada subestrutura, 
enviada a proxima subestrutura da fila, ate que todas tenham sido resolvidas, sendo entao 
necessaria apenas a remontagem do sistema global. 
No caso de utilizagao de processamento paralelo, a solugao de problemas com grande 
numero de equag5es e feita em menos tempo, viabilizando assim o uso do metodo. 
Dado o custo computacional para o gerenciamento das submalhas e do processamento, a 
adogao dessa abordagem em problemas de menor porte nao se mostrara interessante. 
Desse modo, a implementagao de procedimentos de subestruturagao confiaveis, represen-
tam urn grande salto na busca de urn ambiente computacional de elementos finitos com uso 
pratico, o qual pode apresentar resultados rapidos e confiaveis para problemas reais, de alta 
complexidade. 
Outro aspecto interessante da subestruturagao e a possibilidade da utilizagao de diferentes 
metodos de analise para cada sub-malha, podendo em urn determinado trecho ser utilizada a 
resolugao do sistema atraves de metodos com eficiencia comprovada para aquele tipo especifico 
de matriz, utilizando os metodos convencionais, tais como apenas nas regi5es do dominio 
necessaria o uso de metodos genericos. 
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.1 Visao de algebra linear 
Para a utiliza<_:;ao da subestrutura<_:;ao ha a necessidade de se encontrar urn sistema linear de 
equa<_:;oes, equivalente ao sistema original, no qual o numero de equa<_:;oes e menor estando 
a contribui<:;ao dos elementos internos do subdominio expresso atraves dos nos de interface 
entre o subdominio e a malha inicial. 
Para o melhor entendimento, consideremos a primeira malha representada na Figura (D.1, 
pag. 134), com 9 elementos e 12 nos. 
Considerando, simplicidade, que cada n6 tern apenas urn grau de liberdade, a matriz 
rigidez e o vetor de carga dessa ser representados pelo sistema da Equa<_:;ao 
1) (pag.135). 
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k7o ) k7l , k72 
' 





0 tra<;o sobrescrito ao indice do elemento indica que este sofrera contribui<;ao da sub-
malha. 
Ja a sub-malha tera o sistema mostrado abaixo. 
k44 ) k4,5 k46 , k47 ) k4 s _, k4 g _, k410 _, k411 _, a± U± 
k5 4 ) ks-2. k-6 ~ k-7 ~ k5 s _, k§_,g k510 _, k5u _, aQ. UQ_ 




k6 8 _, k6 g _, k6 10 _, k611 _, a§. U§. 
k7 4 k7 5 k7 6 k77 k78 kz,g k11o k711 az uz (D.3) -'- , , -' _, _, _, 
* 
-
ks 4 k8- k8 6 ks 1 ks,8 ks g k8,10 k8,11 as us ,_ ,Q ,_ ,_
' kg 4 kg 5 kg 6 kg- kg s kg,g kg,lo kgu ag Ug ,_ ,_ ,_ 
·.!.. 
' ' 
k1o 4 kw 5 k1o 6 kw 7 k1o s kw g kw,1o kw,n a1o uw ,_ ,_ ,_ ,_ , , 
ku4 ku,5 ku 6 kn 7 kus kn,g ku,1o ku,u au un ,_ ,_ ,_
' 
De modo similar aquilo que ocorre na malha pai, a sub-malha tern elementos que contribuem 
tambem na malha pai. Esses elementos foram caracterizados com urn tra<_;o subscrito no 
indice do n6 de interface. 




3. OS nos 
Todos esses requisites sao preenchidos atraves do conceito de redU<;ao estatica. 
A partir do sistema inicial, a condensagao dos graus de liberdade [Ui] sobre os graus de 
liberdade [Uc] e definida conforrne o algoritrno (4) (pag. 136). 
Algorithm 4 Processo de Condensagao Estatica 
Assirn, o sistema reduzido torna-se aquele apresentado na equa<_;ao (5) (pag. 136). 
Algorithm 5 Sistema condensado 
D .2 Visao de elementos finitos 
Quando coloca-se o terrno sub-rnalha, deve ficar claro que o dornfnio ern estudo esta sendo 
dividido e, de modo a cornpatibilizar as equa<_;oes do subdorninio as equa<_;oes do dorninio 
global ha a necessidade de se inserir o conceito de "n6 interne". 
Ern urna sub-rnalha ser encontrados n6s, ou conectividades, corn as seguintes 
caracterfsticas: 
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a menos que a 
conectividades de uma sub-malha vv•ccu•u 
guardanio as referencias para as 
criada; 
a 0 desses a sequencia da Figura 2, 
pag 138), temos: 
• No passo (0), inicia-se pela discretizagao do dominio, gerando a malha inicial (root 
mesh); 
• Em (1), e criada uma sub-malha. Quando da criagao da sub-malha, sao indicados quais 
os elementos da malha pai que constituem a sub-malha, sendo esses transferidos para 
o novo sub-dominio. Entretanto, nesse ponto, as conectividades da sub-malha ainda 
tern referencias para o sistema de equag6es da malha pai e, dessa forma, ainda sao n6s 
dependentes ou externos; 
~ Seguindo para (2), e executado a chamada para tornar todos os n6s sem dependencias 
externas ou n6s limftrofes em n6s internos. procedimento sera detalhado posterior-
mente. Ao final da execugao do procedimento, os n6s que s6 possuem dependencias de 
elementos da malha sao transformados em n6s internos; 
• Feito isso, conforme pode ser visto no passo (3), a malha pai passa a ser constituida 
por urn grande elemento, em substituir:;ao aos antigos elementos, que passaram a fazer 
parte da sub-malha vista em ( 4) . 
Com essa abordagem torna-se possivel que a malha pai veja a sub-malha como urn de seus 
elementos enquanto a sub-malha apresenta internamente caracterfsticas de malha. 
Com isso, todas as operag6es que envolvam a manipulagao das equag6es dos sistemas de 
malhas e submalhas devem ser adaptadas, de receba atraves dos 








Conceito de n6 
ONDE: 
• NO EXTERNO 
NO DE INTERFACE (EXTERNO) 
NOINTERNO 
D.3. DESCRIQAO ORIENTADA OBJETOS DOS CONCEITOS DE SUBESTRUTUR1 
.3.1 Redu~ao estatica equa~oes 
os externos e no 
ou 
equa<_;oes relativas as conectividades e outro relativo as externas. 
de carga e dividido em uma parte relativa 'as equa<_;oes internas e outro relativa as equa<_;oes 
das conexoes externas. 
No infcio da opera<_;ao, os objetos desta classe comportam-se como objetos do tipo TPZ-
Matrix, passando, ap6s a redu<_;ao do conjunto de equac;oes internas sabre as externas, para 
urn comportamento de matriz cheia condensada. 
Assim, objetos dessa classe tern como principais caracterfsticas a exist€mcia de quatro 
matrizes onde, com excec;ao da matriz [KnJ, que e urn ponteiro para urn objeto do tipo 
TPZMatrix, as outras matrizes sao ponteiros para objetos do tipo TPZFMatrix (matriz 
cheia). 
Utilizando a metodologia descrita em 4, chegamos ao final do processo com as matri-
zes [Kiilred e [filred armazenadas nas pr6prias matrizes [Kii] e [fi], iniciais, sendo tambem 
armazenados os valores de [Kiir1 . [fi] em [fi] e, em [KicJ, os valores de [Kiir1 . [Kic] [24]. 
Assim, o sistema reduzido torna-se aquele apresentado na equac;ao abaixo: 
D.3.2 Conceito de sub-malhas 
Sob o aspecto de comportamento interne, uma sub-malha deve teras mesmas caracteristicas 
da malha, ou seja elementos, n6s, conectividades, materiais, etc., alem de ter uma malha 
"pai" e metodos que possibilitem a inserc;ao e remoc;ao de elementos e conectividades, a 
identificac;ao da sua hierarquia etc. 
Pelo aspecto da analise da malha pai, uma sub-malha deve ter comportamento de urn 
elemento, pois nesse caso seu comportamento sera de urn "super-elemento", com matriz de 
rigidez e conectividades com os elementos vizinhos. 
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.4.1 U rna classe matricial para redu~ao estatica 
Classes matridais 
As classes matriciais no PZ sao todas derivadas da Classe TPZMatrix, na qual estao definidas 
as caracteristicas basicas de objetos matriciais, sendo de fato uma classe abstrata, pois nao 
sao implementados em seu escopo todas as fun<;6es, sendo algumas definidas exclusivamente 
nas suas classes derivadas. 
Assim, a classe TPZMatrix define apenas o comportamento que terao os objetos matriciais 
do PZ. 
Ja a classe TPZFMatrix, derivada da classe TPZMatrix, implementa o comportamento 
de matrizes cheias, sendo urn grande numero de operag6es matriciais implementados nessa 
classe. 
Interface da classe matricial TPZMatRed 
Para mostrar a forma como foi implementada essa classe serao utilizados os diagramas de 
sequencia que mostram o fl.uxo de opera<;6es realizadas em cada fun<;ao, com descri<;ao pos-
terior dos diagramas. 
Construtores 
Existem dois construtores para essa classe, nao sendo passado argumento para o construtor 
vazio. Assim e inicializado como urn objeto vazio derivado de TPZMatrix, com suas matrizes 
e vetores tambem inicializados nulos (ver fig. D.3). 
outra forma criar urn objeto dessa classe e atraves da seguinte chamada: 
Ilv1PLE1\fENTAQAO DA SUBESTRUTURA(JAO 
<con stru cto r> TPZMatRed 
T P Z A1 at Red( intdim, intdimOO) 
onde sao passadas as dimens6es do sistema inicial da sub-malha- dim-e a dimensao sob 
a qual este sera reduzido estaticamente - dimOO. Nessa inicializa<_;ao, o objeto derivado de 
TPZMatrix e inicializado como uma matriz quadrada de dimensao "dim". 
Destrutores 
Todos os ponteiros para os vetores e matrizes da classes sao removidos da memoria. 
0 diagrama da Figura (D.4, pag. 142) mostra a sequencia de opera<_;oes realizadas no 
destrutor da classe. 
Defini<;ao dos Parametros 
Como pode ser identificado, ap6s criado o objeto TPZMatRed, esse s6 tern a defini<;ao de 
suas dimens6es, sendo necessario definir os elementos componentes de vetores e matrizes. Os 
procedimentos para defini<;ao de dados sao apresentados na sequencia. 
0 metodo PutVal(int r, int c, REAL value) indica o valor value que ocupara a posi<_;ao 
coluna c e linha r. 
0 diagrama de sequencia desse metodo e apresentado na Figura (D.5, pag. 143). 
0 metodo SetKOO define a matriz [k00], que devera ser utilizada na condensa<_;ao estatica. 









PutVal(const int,const int,const REAL &):lnt 
if(lsSimetricQ && row> col) 
if(row<fDimO && col<fDimO) 
if(row<fDimO .&& col>=fDimO) 
~if(row>=fDimO && col<fDimO) 
fiH1 
TPZFMatrix1 
if(row»=fDimO && col»=fDimO) 
PuiVal(row-rDimO, col·fDimO, value) int 
Figura D.6: Definic;ao de Dados- SetKOO 
initial 
TPZMatRed 





0 metodo SetF define o vetor de carga que sera considerado na redu~ao estatica. 0 
diagrama do metodo e mostrado na Figura (D.7, pag. 144). 
Realiza<;ao dos Calculos 
Definidos as matrizes e vetores sob os quais serao realizadas as opera~oes passa-se a efetivar 
a redw:;ao estatica, para tal sao definidas as seguintes fun~oes. 
Em primeiro lugar, pode-se definir o tipo de analise que sera feita, podendo-se optar pelos 
seguintes tipos de analise: 
e L U: decomposi~ao padrao, a qual mostra-se uma forma robusta, pois pode ser utilizada 
para a resolu~ao de todo o tipo de sistema linear; 
• Cholesky: apresenta uma performance melhor que a LU, em termos de custo de proces-
samento, entretanto s6 tern resultados garantidos caso seja aplicado a sistemas definidos 
positivos; 
~ Frontal: no caso de sistemas de grande porte apresenta uma performance melhor que 
os anteriores, pois reduz a utiliza~ao de memoria, procurando-se armazenar os dados 
completamente no cache do processador e, conseqiientemente, reduzindo o tempo de 
processamento. Entretanto, para sistemas menores, essa abordagem nao e satisfat6ria, 
pois o gerenciamento do processo para determina<_;ao da frente do sistema pode gerar 
urn custo representative. 
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TPZMatRed 
• Metodos Paralelos: 0 ja tern implantados OS metodos de analise descritos acima, 
para a utiliza<_;ao de processamento paralelo com memoria compartilhada, entretanto, 
a restri<_;ao nesse caso e que se tenha urn sistema multiprocessado. 
A Figura (D.8, pag. 145) mostra o diagrama de sequencia da fun<_;ao de escolha do tipo de 
analise- SetDecomposeType(). 
0 metodo F1Red() calcula e devolve urn ponteiro para o vetor de carga condensado. 
A implementa<;ao basica do metodo consiste nos seguintes blocos: 
• Verifica<_;ao da consistencia dos dados: verifica se existe a dimensao a que sera reduzido 
estaticamente o sistema ou se o vetor de carga ja foi reduzido. Caso qualquer urn 
desses requisitos seja satisfeito, sera apenas retornado urn ponteiro para o vetor de 
carga reduzido existente; 
• 0 bloco seguinte faz a verifica<_;ao se a matriz de rigidez ja foi reduzida, caso contrario 
0 metodo de redu<_;ao e ativado; 
• Por fim sao feitas as opera<_;oes para a redu<_;ao do vetor de carga. 
A Figura (D.9, pag. 146) mostra o diagrama de sequencia da fun<_;ao F11Red(). 
Da mesma forma que para o metodo F11Red(), o procedimento para o calculo da matriz 
de rigidez condensada tambem passa pela verifica<_;ao da consistencia dos dados para posterior 






if(!fKOO 11 !fKOO->IsSimetricO) 
for(rovr-Orow<f0im1 ;row++) 
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TPZMatRed 
0 diagrama da Figura (D.ll, pag. 148) mostra o calculo de U1. 
A sequencia de operac;oes para o calculo de UGlobal e apresentada na Figura (D.12, pag. 
149). 
Metodos Acess6rios 
Esses metodos sao aqueles definidos como puramente virtuais na classe pai - TPZMatrix, 
alem de metodos internos recorrentes. 
Dentre esses metodos destacam-se: 
• Zero(): preenche todas as variaveis matriz e vetor do objeto com zero, alem de redefinir 
todas as variaveis booleanas de modo a refietir que o objeto foi zerado; 
• Redim(int dimOOJ int dim): como a classe tern urn construtor vazio, ha a necessidade de 
que urn metodo possibilite a definic;ao posterior das dimensoes das matrizes e vetores 
componentes do objeto. Esse procedimento e mostrado no diagrama de sequencia do 
metodo, mostrado na Figura (D.l3, pag. 150); 
• Substitution (TPZMatrix *B): metodo utilizado durante a resoluc;ao do sistema. Sua 
implementac;ao e mostrada na Figura (D. pag. 151). 
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TPZMatRed 
• Print( char *name, ostream &out, MatrixOutPutFormat form): defini<;6es para impres-
sao dos dados da classe, tais como nome do objeto - name, local de impressao- out e 
padrao de impressao - form; 
«~~ Error (char *msg, char *msg2): gerenciador de erros. 
D.4.2 Uma sub-malha como deriva<_:;ao dupla 
Como ja descrito anteriormente, a sub-malha precisa ter ora comportamento de malha e ora 
comportamento de elemento. 
Dessa forma, seus metodos derivados precisam ser adaptados de modo a compatibilizar 
tal situa<;ao e poder ter o comportamento correto em cada momento que os objetos da classe 
sao acessados. 
Atribuic;oes da classe TPZCompMesh 
A classe TPZCompMesh contem informa<;6es sobre os elementos e n6s computacionais da 
malha, bern como de suas condi<;6es de contorno . E neste objeto que ocorre o calculo 
discreto dos elementos finitos. 
As principais caracterfsticas dos objetos desta classe sao: 
• Acesso a malha discreta; 






if(r"Eiem && t"Eierri != fGiven) 
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TPZMatRed 
- largura da banda, 
- numero de equag6es; 
• Renumeragao dos n6s, atraves dos algoritmos Metis ([17]) ou Sloan; 
• Calculo das dimens6es dos blocos dos sistema de equag6es; 
• Montagem do sistema de equag6es globais e do vetor de carga; 
• Distribuigao do vetor solugao sobre os graus de liberdade (LoadSolution); 
No ambiente PZ uma malha e implementada atraves de duas entidades: uma malha ge-
ometrica e uma malha computacional, estando a malha geometrica com as caracteristicas 
topol6gicas e a malha computacional com as informag6es necessarias a solugao de urn pro-
blema. 
Desta forma, a malha computacional pode ser composta por apenas urn conjunto de 
elementos mestres, onde cada elemento mestre representa urn determinado tipo, ou conjunto, 
de elementos, tais como triangulares, quadraticos, bi-quadraticos etc. 
Assim, o calculo da matriz de rigidez de uma malha reduz-se ao calculo da matriz de 
rigidez de urn conjunto de elementos mestres e o calculo do jacobiano de mapeamento entre 
cada elemento geometrico e seu respectivo elemento mestre. 
Tal forma de abordagem, alem de ser interessante sob o aspecto de encapsulamento em 
programagao orientada a objetos, facilita outras abordagens, tais como aquelas relativas a 
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Esta classe define as caracteristicas basicas urn elemento computacional, sendo uma classe 
abstrata, ou seja, parte de seus metodos sao implementados apenas nas suas classes derivadas. 
dos 
e Definigao da regra de integragao, sendo o valor padrao adotado como sendo a regra 
su:ficiente para integragao do quadrado da fungao de forma; 
e Calculo da matriz de rigidez do elemento; 
• Aplicagao de condigoes de contorno sobre a matriz de rigidez; 
e Projegao do fiuxo associado a lei de conservagao sobre o espago de interpolagao; 
e Calculo do erro, atraves da implementagao do estimador de Zienkiewicz e Zhu. 
Comportamento da sub-malha como malha 
Dadas as caracteristicas requeridas pelos objetos sub-malha, aqui propostos, ha a necessidade 
que esses tenham urn comportamento dubio. Quando analisados do ponto de vista da malha 
pai, eles devem comportar-se como urn elemento computacional dessa malha. 
Ja quando iniciamos qualquer operagao interna a submalha, esta deve apresentar urn 
comportamento de malha. 
Assim, as caracteristicas de urn objeto malha sao implementados da seguinte forma: 
• Acesso aos dados do sistema de equagoes: 
- largura da banda: e calculada a largura da banda da sub-malha, com o mesmo 
procedimento utilizado pela malha pai, sem necessidade de qualquer reimplemen-
ta<_;ao, 
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Figura D.l5: Dimensao da sub-malha 
numero de equa<;oes: como o numero de equa<;oes e obtido atraves das dimensoes 
dos blocos dos elementos que constituem a malha, o procedimento para o calculo 
do numero de equac;oes nao e alterado em relac;ao a definic;ao virtual da classe pai; 
• Renumera<;ao dos nos: sao utilizados OS procedimentos virtuais da classe pai, OS quais 
acessam os algoritmos Metis; 
• Montagem do sistema de equac;oes da sub-malha e do vetor de carga da sub-malha: 
tambem sao utilizados OS procedimentos ja definidos na classe pai; 
• Distribuic;ao do vetor soluc;ao sobre os graus de liberdade ( LoadSolution): como a sub-
malha pode ter nos internos, cuja considerac;ao no sistema global de equac;oes e feito 
atraves da condensac;ao estatica dos nos internos sobre os nos externos da sub-malha, 
ha a necessidade de quando do processo inverso, definir urn procedimento para a dis-
tribuic;ao do vetor de carga dos nos externos sobre os nos internos, tal procedimento e 
feito atraves do metodo LoadSolution. 
Comportamento da sub-malha como elemento 
Quando uma malha tern submalhas em sua estrutura, essas devem comportar-se como ele-
mentos, disponibilizando todas as informac;oes inerentes a objetos desse tipo. 
A principal informac;ao que deve ser disponibilizada por urn elemento e a sua matriz de 
rigidez, pois essa leva em considera<_;ao as caracteristicas de materiais e disposic;ao nos 
SUBESTRUTURAQAO 
na 
cria<;ao da matriz de rigidez da sub-malha e feita da mesma forma que para qualquer 
malha, ou seja e feito de modo recursivo a montagem da matriz rigidez de cada elemento 
e, na sequencia, e feita a contribui<;ao da rigidez do elemento na matriz da 
c;c"'.~"""., ... "'v este recursiva, calcular a 
de rigidez e o vetor de carga de uma malha com varios niveis de submalhas. 
Transferencia de urn n6 da malha pai para uma sub-malha 
A transferencia de n6s da malha pai para a sub-malha envolve a utiliza<;ao de algumas func:;6es 
conforme descrito a seguir. 
Func:;ao de Transferencia de Nos da Malha Pai para a Sub-malha- GetFromSuperMesh(int 
superind, TPZCompMesh *supermesh) 
Essa func:;ao realiza a transferencia de urn n6 da malha pai para a sub-malha, realizando 
as seguintes tarefas: 
• identifica<;ao da malha ancestral comum: toda a sub-malha tern uma malha pai e, 
extrapolando o conceito, a malha inicial e a ancestral comum, pois a comunicac:;ao 
entre duas submalhas deve ser feita atraves da malha pai comum as duas; 
• em seguida os dados do n6 que se deseja transferir sao copiados; 
• e criada uma nova conectividade na malha para a qual se deseja transferir os n6s; 
• os dados do n6 copiado sao passados para o n6 criado. 
Os metodos acess6rios para a obtenc:;ao da malha ancestral comum- CommonMesh, para 
alocac:;ao de urn novo n6- AllocateNewConnection, dentre outros, sao descritos a seguir. 
Malha Ancestral / Pai- FatherMesh() 
Toda sub-malha deve armazenar urn ponteiro para a malha da qual esta e derivada. Esse 
e retornado pela fun<_;ao FatherMesh{). 
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0 diagrama de sequencia desse metodo e mostrado na Figura (D.18, pag. 157). 
Identifica<_;ao da Malha Ancestral Comum- CommonMesh (TPZCompMesh *mesh) 
157 
Esse metodo, procura entre as malhas ancestrais do objeto mesh e do objeto corrente 
qual e a malha ancestral comum a ambas em nivel mais baixo. Esse processo e mostrado no 
diagrama de sequencia da Figura (D.19, pag. 158). 
Cria<_;ao dos N6s na Sub-malha- AllocateNewConnect() 
Conforme ja mencionado anteriormente, urn n6 pertencente a uma sub-malha e visfvel 
para a malha pai caso ele nao seja urn n6 interno. 
Dessa forma, a passagem de urn n6 da malha pai para a malha filha nao e uma simples 
transferencia. 
Assim, em urn primeiro momento e criada uma nova conectividade na sub-malha, para 
a qual serao passados ponteiros da conectividade da malha pai, tais como indices e dados 
relativos ao seu bloco. Tal procedimento e feito atraves do metodo AllocateNewConnection(), 
derivado da sub-malha, cujo diagrama de sequencia, onde e mostrado o fiuxo de opera<_;6es 
executadas no escopo do metodo e mostrado na Figura (D.20, pag. 159). 
Basicamente, o diagrama citado mostra que, na aloca<_;ao de uma nova conectividade sao 
feitas as seguintes opera<;6es: 
• Determina<;ao do numero de sequencia do bloco do novo n6, de modo a alocar correta-
mente as informa<_;6es na matriz de rigidez; 
• Aloca<;ao de mais uma posi<_;ao no vetor de n6s e do numero de equa<;6es da matriz de 
rigidez. 
Figura 19: Identificac;;ao da Malha Ancestral Comum- CommonMesh 
CommonMesh 


























if(b >= t·MaxBiocks) : 
I 
if(pos >= 0) I 
else 














if(nevvsize == fHEiernents) 
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---------~------











if(newsize == 0) 
for(i=Oi<large;i++) 
if(fStore) 
Figura D.20: Diagrama de sequencia para a aloca<;ao de uma nova conectividade. 
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uma 
• TransferElementTo(TPZCompMesh *mesh, int elindex). 
Assim, o procedimento basico e o seguinte: utilizando-se o metodo TransferElementTo(...), 
nao ocorram 
Dada a complexidade cada urn desses metodos eles sao descritos separadamente na 
sequencia. 
TransferElementFrom(TPZCompMesh *mesh, int elindex) 
Esse metodo transfere o elemento elindex, para o objeto da malha mesh especificada, 
sendo realizadas as seguintes opera~oes: 
• verifica~ao da consistencia da transferencia 
Foi convencionado, durante a implementa<;ao, que os elementos podem ser transferidos 
de uma malha filha para uma ancestral e vice versa. Assim, torna-se possfvel ter o 
controle sobre a consistencia dos dados dos blocos dos nos de cada elemento. 
Dessa forma, nesse primeiro momento verifica-se se mesh e ancestral do objeto, caso 
nao seja o processo e terminado com uma mensagem de erro. 
• Sendo mesh ancestral do objeto, o elemento e transferido recursivamente para a malha 
pai ate que essa seja a propria mesh; 
@II 0 processo de transferencia de urn elemento para a sua malha pai consiste nos seguintes 
passos: 
• Determina~ao do numero de nos do elemento e, para todos os nos, aplica-se rotina para 
tornar os nos internos externos. Nesse processo, sao alocadas conectividades para os 
n6s internos em mesh e definidos os seus indices, garantindo que todas as informa~oes 
daquele n6 serao alocadas de maneira correta na estrutura de mesh; 
• Com as conectividades alocadas em mesh e criado urn novo elemento, com a mesma 
estrutura se encontrava na sendo definido o seu indice; 
SUBESTRUTURAQ.if.O 
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~ mesma que o 
ferElementFrom, e verificado se as malhas envolvidas tern a rela<;ao filha- ancestral. 
~ Sendo mesh e transferido recursivamente para a 
essa a 
sua 
~ n6s e, todos os nos, aplica-se rotina para 
tornar OS n6s internos. Nesse processo, e utilizado 0 metodo MakeAlllnternal; 
• Com as conectividades externas e internas alocadas e criado urn novo elemento. 
A Figura (D.23, pag. 164) mostra a sequencia de opera<;oes descritas acima. 
D.5 Testes de qualifica<_;ao 
Durante esta implementa<_;ao foram realizados testes, de modo a verificar a eficacia dos me-
todos implementados. 
De maneira geral, cada metodo foi testado isoladamente durante a implementa<_:;ao, sendo 
ao final da implementa<:;ao de urn conjunto de tarefas, com fun<:;ao de modelar urn determinado 
comportamento do objeto, foram feitos testes de integra<:;ao que consistiam na compara<;ao 
dos resultados obtidos na resolu<;ao de problemas com e sem a utiliza<;ao dos metodos aqui 
implementados. 
Abaixo sao descritos OS principais testes realizados. 
D.5.1 Transferencia de nos da malha computacional 
0 teste aqui realizado consiste na verifica<;ao da eficacia da transferencia de n6s entre malhas 
ancestrais e malhas filhas, sendo utilizados os metodos descritos acima. 
Foram feitas as seguintes opera<;oes: 
~ transferencia de n6s sub-malha; 
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a 
.5.2 
passo seguinte foi a transferfmcia elementos entre submalhas. 
procedimento utilizado e aquele descrito anteriormente, sendo feitos os testes similares 
aos realizados para os n6s. 
a 
LU<A>LH<A> com ou sem subestruturac;ao deve 
problema sao OS seguintes: 
• Caracteristicas do material hiperelastico sao as seguintes: E = 10~ 5 e v=0.25; 
• Sec;ao quadrada de 1,0 m de lado; 
• Comprimento de 10 m; 
• Condic;oes de contorno: engaste em uma extremidade e giro 90° na outra extremidade 
( sen do esse valor total aplicado em 6 passos); 
• l\!Ialha composta por 10 elementos, sendo 1 elemento a cada 1 m de comprimento; 
Os procedimentos realizados foram os seguintes: 
• gerac;ao da malha; 
• aplicac;ao das condic;oes de contorno; 
• transformac;ao dos elementos em submalhas; 
• passagem de todos os elementos intermediarios (com excec;ao dos dois elementos extre-
mos) para a primeira sub-malha; 
• chamada da fu11<;ao MakeAllinternal, de modo a transformar todas as conectividades 
possiveis em submalhas; 
em 6 passos, a cada passo 0 na 90 ° 6 . 
166 D. 
Esse problema, cuja resolw;ao ja se sem a utiliza<_:;ao de subestrutura~_;ao, foi comparado 
com o resultado obtido, sendo esses apresentaram erros numericos na setima casa decimaL 
A malha subestruturada apresentou resultados iguais ( o erro obtido foi devido a 
sao - erros de aos resultados referenda, mesmo quando 
procedimentos de resolm;ao em paralelo. 
Figura (D.24) mostra o resultado da analise. 
Com a implementagao da classe de subestrutura<:;ao de malhas e dos metodos acima descritos, 
"·'"'""~~- U'-' perspectivas novas abordagens a resolm;ao de problemas atraves do metoda 
elementos adaptativos e computagao 
abordagens o custo computacional da 
de aceitavel, de problemas 
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