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ABSTRACT
In compar ison with m os t o th e r  human in te l lec tua l ac tiv it ies, com pu t ing  is in 
its infancy desp ite  the p rogress  we seem to have made in such a sho r t  time. 
Consequently , the re  has been insu f f ic ien t  t im e  fo r  the evo lu t ion  of "b e s t  ways" 
to transm it  com pu t ing  concepts  and skills. It is the re fo re  p ruden t to look to 
more m ature  d isc ip l ines fo r  som e gu ide l ines on e ffec t ive  ways to in troduce 
com puting  to beginners. In th is respec t the d isc ip l ine  of teaching people to read 
and write  in a natura l language is h ighly  relevant. A fundam enta l  character is t ic  
of this la tte r d isc ip l ine is tha t a substan t ia l am oun t of t im e  is devoted to teaching 
people to read long b e fo re  they  are asked to w rite  stor ies, essays, etc. In 
teaching com pu t ing  we seem to have overlooked or neglected what corresponds 
to the reading stage in the process o f learn ing to read and write. In the d iscus­
sion which fo l lows we wil l  look at ways of econom ica lly  giving s tuden ts  the 
" comp ute r - rea d i ng  e x p e r i e n c e "  and prepar ing  them fo r  the  more  d i f f icu l t  tasks 
of a lgorithm design and co m p u te r  p rob lem -so lv ing .
Keywords: Visible program execution, in troduc to ry  com puting , prob lem  solving, 
program reading, com p u te r-a id e d - le a rn in g .
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1. Introduction
Introductory com put ing  sc ience courses em ploy a w ide spectrum  of d i f fe re n t  emphases 
which in turn meet w ith an equally  w ide range of degrees  of success. It is reasonable to expect 
that the degree of success we have in teach ing  com pu t ing  wil l  be cons iderab ly  in f luenced by the 
way the subject is in troduced. The l im its  and m idd le  ground of the spectrum  of approaches 
taken to teach in troductory  com pu t ing  are outl ined below:
It is clear that the best s tuden ts  surv ive  and f lour ish  under any of these schemes. However, 
we are now in a s ituation where  it is h ighly des irab le  that com put ing  skills be im parted to a 
larger pool of s tudents w ith a cons iderab ly  w ide r range of backgrounds and abili t ies. If we are to 
be successful in teaching com pu t ing  to th is la t te r  g roup, we need to take a lot m ore  care in how 
we introduce them to the d iscipl ine. At p resen t we seem to have ne i the r  a w e l l -d e f in e d  ph i loso­




based on fo rm a l proofs
A lgor ithm  design and 
im p lem en ta t ion  in a 
p rog ram m ing  language
* The words "programming" and "computing" are used synonomously to describe algorithm design 
and implementation.
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2. The N a tu re  of C om puting
Any ph i losophy or teach ing s tra tegy  we propose m us t recogn ize  a num ber of aspects 
inhe ren t in com put ing  tha t are m os t l ikely to be new to the beg inn ing  student. These charac­
te r is t ics  are:
(1) That com pu t ing  is an active ra ther than a passive d iscipl ine.
(2) That a lgor i thm s and program s possess a dynam ic nature as well as a stat ic  one.
(3) That the process of so lv ing com pu t ing  p rob lem s genera l ly  requ ires a creative s tep at 
the outset.
(4) That even s imp le  com pu t ing  p rob lem s have an apparen t logical complexity.
(5) That the goal in com pu t ing  is des ign ing  and im p lem en t ing  dem onstrab ly  co rrec t, re l i ­
able software, tha t is economica l in human and com pu t ing  resources.
(6) That the  way in fo rm ation  is rep resen ted  plays an im po rtan t role in solv ing com pu te r  
problems.
There are ce rta in ly  o the r issues that may be included in our l is t bu t they are not so centra l 
to our p r im ary  goal of achieving an unders tand ing  of com pu t ing  fo r  a wide spectrum  of people.
S tudying our l ist we see tha t con tem po ra ry  teach ing methods tend to em phasize  the last 
three  aspects as these are seen as the  m e a t -o f - th e -m a t te r  in in troduc to ry  com pu t ing  [ 1 - 7 ] ,  In 
this paper we wil l  take the stand tha t it is crucia l to place a much g rea te r  emphasis  on the f i rs t  
three  aspects, part icu la r ly  in the  early  s tages of teach ing in t roduc to ry  com puting . If the founda ­
tions are not laid by care fu l and deta i led s tudy  o f the fundam en ta l  aspects of com put ing  then we 
are l ikely to condem n many to the confused co m p u te r  w i lderness ra ther than unlocking doors to 
the broad and excit ing horizons of com puting .
The goal of the  f i r s t  th ree  stages is to prov ide  s tuden ts  w ith the skills and unders tand ing  
that wil l  enable them to em bark  on the dem and ing  course of non - t r iv ia l  com pu te r  p ro b le m ­
solving and a lgor ithm  design.
Let us now seek to unders tand why the f i rs t  th ree  aspects of com pu t ing  are so im portan t 
and when we have done th is we can then look at ways of conveying the essence of what is 
involved in these th ree  character is t ics . We wil l  cons ider them one at a time.
3. The A ctive A spect o f C o m p u ting  -  th e  sw im m in g  analogy
The m os t basic lesson to learn about com pu t ing  is tha t it is a h ighly active ra ther than a 
passive discipline. In th is respec t learn ing com pu t ing  is ve ry  much like learning to swim. Most of 
us would accept that no m a t te r  how many books we stud ied , nor how much advice or ins truct ions 
we were given about sw im m ing , we would p rogress very l i t t le  unti l  we actually go t in the water 
and started try ing  to swim. The same is true  of com puting . We can lis ten to lectures and read 
books on com pu t ing  endless ly  bu t we wil l  not begin to make real progress with our computing 
unti l  we actively s ta r t  to do th ings  using a com puter.
What we do in our in it ia l encoun te rs  w ith  a co m p u te r  can, I believe, have a s trong influence 
on w he the r or not we leap fo rward  and s ta r t  sw im m ing  with the com pu te r  tide or re trea t back­
wards into a w h ir lpoo l of confus ion , ignorance and fea r  of com puters . Le t us now the re fo re  
address the crucial prob lem of w hat should be our in it ia l encoun te r  with a com pu te r  to give us 
the best possible chance of catch ing  the  com pu te r  wave. This brings us to the dynam ic aspect of 
computing.
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4. The Dynam ic A spect of C om puting  -  th e  read ing  and w rit ing  anology
In comparison with m os t o the r human in te l lec tua l activ i t ies, com put ing  is in its infancy 
despite the progress we seem to have made in such a short t ime. Because the demand fo r  c o m ­
puters, and people with com pu t ing  skills is so g rea t in our rapid ly  changing world , we have not 
had t ime to s it back and re f lec t  on the best way to convey the "co m p u t in g  c o n ce p t"  on a wide 
scale. In t im e, com put ing  wil l  m a tu re  and evolve as a w e l l -u n d e rs to o d  d isc ip l ine  with c lear and 
well-de fined methods fo r  in troduc ing  the su b je c t  to beg inners  -  but tha t is in the fu ture . For the 
present, because we are not in th is happy s itua tion , it is m os t p ruden t to look to o the r m ature 
disciplines fo r  gu idance on how we should in troduce  com pu t ing  to beginners. Assuming we want 
to have the h ighest possib le success rate in in troduc ing  com pu t ing  to s tuden ts  (a s ituation which 
clearly at p resen t does not prevail) and tha t we w ant to teach com put ing  on the w ides t possib le 
scale, then the m os t obvious d isc ip l ine  to turn  to is tha t of learn ing  to read  and w r ite .
Educators have m aste red  the process of teach ing  people to read and write  to the extend 
that these skills are able to be t ransm it ted  on a very w ide scale, e ff ic ien tly , and with a very high 
rate of success. Putt ing aside the  various m ethods w ith in  the le a rn in g - to - re a d -a n d -w r i te  d is ­
cipline we see tha t the re  are som e fundam en ta l  pr inc ip les acknowledged by all methods that are 
highly relevant to teaching com puting .
In teaching people to read and w rite  a very substant ia l t im e  (years in fact) is devoted to 
reading. Only a fte r such p reparat ion  is it cons idered  appropr ia te  that they should a t te m p t to 
write stories or essays, o r books, etc. In fact, even before  people a t tem p t to learn to read they 
undergo several years of l is ten ing to language, speaking, and being " r e a d - to " .  Clearly, in lea rn ­
ing a language, the u l t im ate  goal is to be able to ve rba l ize  and w rite  f luen t ly  in tha t language. 
Similarly in com put ing  the  goal is to be able to program (or design and im p lem en t a lgor ithm s) 
effectively. In learn ing to read and w rite  it has long been recogn ized that reading is easier and 
that it must precede w rit ing  by a cons iderab le  marg in  of t im e  to allow the assim ilation of enough 
models and constructs  of tex t to make w r it ing  possible.
In teaching co m p uting  we seem  to have overloo ked  or n eg lec ted  w hat corresponds  
to the reading s tage  in th e  process of learn ing  to read and w r ite .  To put it s trongly , ask­
ing people to design and w r ite  p rogram s early on in the ir  com put ing  experience is like expecting 
that they be able to com pe ten t ly  w r ite  essays b e fo re  they have learned to read or even to write  
short sentences -  it is expecting jus t  too much of a lot of people. It also probably explains why 
many otherwise very able people  jus t don ' t  ge t s tarted in com puting .
What we are the re fo re  propos ing is that in teaching com pu t ing  we should draw as much as 
we can from the " le a r n in g - to - re a d - a n d -w r i t e "  analogy. This means tha t we m us t be able to 
provide the beginning s tuden t w ith his " re a d in g -e x p e r ie n c e "  in com puting  before embark ing on 
the more d i f f icu lt  a lgorithm design and program w r it ing  tasks which requ ire  considerab ly more 
creative effort ,  d iscip line, and techn ica l skill.
At this point it is im portan t to recogn ize  tha t the " re a d in g -e x p e r ie n c e "  cannot be gained by 
sitting down with a book of p rogram s and a ttem pt ing  to " r e a d "  them. The prob lem with this 
approach is that program ins truc t ions  as w r it ten  on a p iece of paper are a static  representa t ion  
of a computer a lgorithm. As such they do not very f luen t ly  convey anything of the  dynamic 
aspect of com pute r  a lgor ithm s and programs. N ieverge lt 's  work with XSO a ttem pts  to convey 
something of the dynamic aspect of com puting . [ 8 ]
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5. V is ib le  P rogram  Execution  -  a p ic tu re  is w orth  a thousand  words
It can be argued tha t it is im p o r ta n t  to have a c lear and in -d e p th  unders tand ing  of the 
dynamic charac te r of p rogram s be fo re  a ttem p t ing  a lgor ithm  design and program im plem enta tion . 
What is needed is a practica l and econom ica l m ethod  of g iv ing s tuden ts  the ir  " re a d in g -  
expe r ience "  in computing. To gain th is experience  the  s tuden ts  need to " s e e "  programs w rit ten  
in a high level language executing. Traditionally, all the s tuden t sees is the ou tpu t p rin ted on the 
te rm ina l or l ine p r in te r  and p rom p ts  by the program when it requ ires  input from the terminal. 
This level of " s e e in g ”  a program execute  is unsa tis fac to ry  fo r  beg inners  because it conveys very 
l it t le  about the program 's  f low  of con tro l  or about the e ffec ts  o f ind iv idual and groups o f program 
sta tements . What we need is much m ore  exp l ic i t  dem ons tra t ions  of what is happening in a p ro ­
gram tha t causes it to p roduce the  ou tpu ts  tha t it does. A fa r  m o re  t ra n s p a re n t  way to do 
this is to place b e fo re  th e  s tu d e n t  on a te rm in a l  th e  tex t  o f th e  program  being e x e ­
cuted and then  to tra c e  th e  execu tion  on th e  d isp layed  p rogram  w hile  at the  sam e  t im e  
dynam ically  updating  on th e  screen  th e  changes in program  var iab les  as they  are  m ade  
and re la te d  to s tep s  in th e  d isp layed  p ro gram . This dynam ic m ethod of studying a lgor ithm s 
can great ly  ass is t the s tu d e n t  in acqu ir ing  a level of unders tand ing  necessary  to design and 
im p lem en t his own a lgorithms.
The fac i l it ies and so ftware  tools needed to adequate ly  dem ons tra te  execution of a program 
in this way are re la t ive ly  econom ica l to provide. All tha t is needed is a te rm ina l  with cursor 
addressing fac i l i t ies  and a sm all  s e t  of s o ftw a re  tools (several hundred lines of code) that can 
be inserted  into the  program being s tud ied to make its execution " v is ib le "  on the screen. Only 
one p rocedure  call pe r  s ta te m e n t of the  program being stud ied  is needed to opera te  it in a v is i­
ble mode (this so ftware  is available from the author). The display so ftware  is t ransparen t to the 
user. The appropria te  tools allow us to see a program execute  in s in g le -s te p  mode while  m o n i­
tor ing the  changes in variables as they  are dynam ica lly  d isp layed on the screen. The s tuden t can 
cause the program to execute the next s ta te m e n t at each stage by s im ply  pressing a s ingle key 
(e.g. the RETURN) on the  terminal.
As an example, the screen layout fo r  " v is ib le "  execution of a selection sort ing p rocedure  in 
Pascal is as i l lus tra ted  in f igu re  1. The next s ta te m e n t to be executed at each stage is tracked by 
having an arrow tha t can be moved from s ta tem en t to s ta te m e n t on the procedure  tex t displayed 
on the screen. A m ore  com p le te  descr ip t ion  of the so ftware  is given in the next section.
procedure selectionsort(a:nelements; n:integer);
var l {index for sorted part), j {index for unsorted part),
p {position of minimum), min {minimum in unsorted part);integer;
begin ------  ------




min := a[jj; ------
P := i; j : j 2 | a[j]
for j := i+1 to n do------------------------
if a[j] < min then-----------------------  ------
begin p : | 1 j a[p] : | 12 j
min ;= a[ j ] ;----------------- ------ ------
p := j
end; ------ ------
a[p] := a[ij; n : | 8 | min : | 4 |
a[i] := min ------ ------
array: 12 4 56 67 9 23 45
i j
condition: a[j) < min :j true j
Figure 1
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The ca u s e -a n d -e f fe c t  na ture  of what is d isp layed when executing p rogram s in th is m anner 
(au to rna t ic -s ing le -s tep -m ode)  can accomplish a n u m b e r  of th ings.
* Most im portan tly , it p rov ides a good unders tand ing  of the dynamic nature of a lgo r i thm s - 
an essentia l p re - re q u is i te  if s tuden ts  are to la ter design and im p le m e n t the ir  own a lgo­
ri thms.
*  It gives a deep ins igh t into the basic laws of com pos it ion  of co m p u te r  a lgo r i thm s 
(sequence, se lect ion, i te ra t ion , and m odu la r i ty )  and how these concepts  re late to the flow 
of contro l in programs).
* It is a usefu l veh ic le  fo r  he lp ing s tuden ts  to learn various p rog ram m ing  constructs. A c tu ­
ally observ ing construc ts  being used w ith in  d i f fe re n t  p rog ram m ing  contexts  and l inking 
these cons truc ts  to changes in the values of variables and cond it ions  gives the s tuden t 
the necessary concre te  dem ons tra t ions  tha t wil l enable him to m as te r  the use of these 
constructs.
*  It conveys in a very  vivid fash ion the w ork ings  of a part icu la r a lgorithm . For example, the 
selection so rt a lgor ithm  when v is ib ly  executed conveys the  d i f f icu l t  concep t of how we 
can have one loop executing  w ith in  ano the r loop. It also h igh ligh ts  the d i f fe rence  
between subscr ip ted  variables and subscrip ts .
* It also provides an ideal too l fo r  teach ing s tuden ts  debugg ing  techniques. That is, p ro ­
grams with logical bugs can be im p lem en ted  and the s tuden t asked to d iagnose the 
problem a fte r s tudy ing  the  program  in v is ib le execution mode.
Visible program execution has the  added advantage of being ideally su ited fo r use in the 
lecture room, classroom, or l ibrary. Most te rm ina ls  have the capabil i ty  of v ideo ou tpu t which can 
be connected to a v ideo recorder. Using these  fac i l i t ies  it is very easy and cheap to m on i to r  and 
record the visible program execution of a var ie ty  of p rogram s fo r  la ter use on video m on ito rs  in 
the classroom or library. This gives us a teach ing aid fa r supe r io r  to handw rit ten  blackboard 
examples when lec turing about a lgo r i thm s in the classroom. We have recorded and used a 
number of programs in this way.
We can take the vis ib le  m ode of program execution a step fu r th e r  by making it more active  
with respect to the student. At each s tep in the  program 's  execution we can ask the s tuden t to 
supply the appropria te  value of the  variable o r cond it ion  etc. How this works can be best i l lus ­
trated by re ferr ing back to f igu re  1. The arrow is ind icat ing tha t the 7th s ta te m e n t (i.e. p := j) is 
the next one to be executed. What the so ftware  can do is move the cu rsor to the " p "  box on the 
screen and indicate to the s tu d e n t  tha t he m us t supply the  appropria te  value fo r p (in this case 
2) before the program wil l continue. If the user en ters  the  wrong value the word ERROR will 
flash in the p-box. This wil l  be fo l lowed by a flash ing of the INPUT sign to p rom p t the user to 
again try to en te r the p rope r p value. If the  user gets it wrong tw ice  the so ftware  flashes 
VALUE in the p-box and then supp lies  the  user w ith the co rrec t value, sw itches from in teractive 
to automatic single step mode, and moves to the next program s ta tem en t to be executed.
Using a visible program in in te ra c t iv e -s in g le -s te p  mode can in a very d irec t way re in force  
the student's comprehens ion  of how a program  really  works and what indiv idual program s ta te ­
ments accomplish. At the same t im e  it can give the s tuden t very posit ive  and d irec t feedback 
when he gets someth ing wrong.
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What we are th e re fo re  advocating is tha t s tuden ts  be g iven c o n s id erab le  exposure to v is i­
ble " p ro g ra m - re a d in g "  in both the modes descr ibed as a p repara to ry  s tep to cons ider ing  the 
p rob lem -so lv ing  aspect of co m p u te r  a lgor ithm  design. Exposure to v is ib le -p ro g ra m -e xe cu t io n  
(VPE) should be accompanied by a study of the basic laws of com pos it ion  of com pu te r  a lgor ithm s 
(sequence, se lect ion, i te ra t ion and m odu la r i ty )  inc lud ing how these laws of form re la te  to the way 
programs are executed. C oncurren tly , a s tudy should also be made of the syntax of the  p ro ­
g ram m ing  language being read.
6. S o f tw are  fo r  V is ib le  P rogram  Execution
C ontrary  to the  needs of m os t C o m p u te r -A id e d -L e a rn in g  system s, the deve lopm en t needed 
to provide the  so ftware  tools fo r  v is ib le program execution is re la t ive ly  small (several hundred 
lines of code).
A s tra igh t fo rw ard  way to design such a system is to work on the basis of insert ing  additional 
software  into the program w hose execution we wish to make vis ib le w ithou t a lter ing its basic 
structure . The ro le of the inserted  so ftw a re  is to trace  on the d isplayed program text the s ta te ­
m ent by s ta tem en t p rogress in the  p rog ram 's  execution and to dynamica lly  update on the screen 
the changes in program variables as they  are made and re lated to s ta tem en ts  in the program.
Considerat ion of these requ irem en ts  suggests  tha t we can design the so ftware  in such a 
way that we only need to add essentia l ly  one p ro c e d u re  call per orig ina l p rogram  s ta te m e n t  
to ach ieve  v is ib le  p ro gram  execution . Since the re  are only a re la t ive ly  small num be r of d i f ­
fe ren t classes of program s ta tem en ts  (e.g. loops, condit iona l branches, input, ou tput, and assign­
ments, etc) in s im p le  program s the co rrespond ing  num ber of d i f fe re n t  p rocedures  needed for 
insertion into the program being d isplayed is also re la t ive ly  small.
The ro le of the f i r s t  se t of these d isplay procedures  is re la t ive ly  s tra igh t fo rw ard  and usually 
involves some or all o f the fo l low ing steps:
* halt execution o f the  d isplayed program and wait fo r  a response from the user.
* handle any e rro rs  in user 's  responses
*  de le te  the d isp layed " a r r o w "  at cu r re n t  s ta te m e n t and d isplay a new arrow at the next 
s ta te m e n t on the  d isplayed program tex t to be executed
*  update any variables or indices a ffec ted  by execution of the cu rren t  d isp layed program 
sta tement.
Two o the r  sets of p rocedures  are needed to make up the  com p le te  su ite  of software  for 
v isib le program execution. One set of these rou t ines  is used to c lear the te rm ina l screen and 
write  the program tha t is to be executed in a v is ib le mode onto the screen. This program m us t 
be s tored in a separate  fi le. The o the r se t of rou t ines m us t look a fte r  the screen layout fo r 
dynamic d isplay of variables, arrays, and condit ions. These rou t ines m us t inc lude a routine that 
can be used fo r  pos it ion ing the  cu rsor anywhere  on the  screen. (The p resen t so ftware  has been 
w rit ten  fo r  a 24 line x 80 charac te r screen.) Presently , screen co -o rd ina tes  m us t be supplied for 
all displayed variables, arrays and cond it ions, etc.
An example wil l  best i l lus tra te  how the so ftw are  descr ibed above can be used to make a 
program execute in a v is ib le mode. We wil l  cons ider the changes needed to make the selection 
sort displayed in f igu re  1 execute in a v is ib le mode. The correspond ing  p rocedure  is shown in 
f igure 2.
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procedure se lec t ionsort (var a :ne lements; n :m teger) ;*  
var i, j,p,min:integer;
istart, js tart: in teger; 
begin 
istart := 1;
fo r i := 1 to n-1 do begin 
w a itse ta rra y in d e x (p s ta rt+ 4 ,p ro g co l,iro w ,ico l,i,a iro w ,a ico l,a [i],in d e x ro w ,is ta rt,'i') ; 
min := a [ i ] ;
ge tse tin tege r(ps ta rt+ 5 ,p rogco l,m in row ,m inco l,fn in ,qm ode ,fa lse );
P := i;
g e tse ta rray index(ps ta rt+ 6 ,p rogco l,p row ,pco l,p ,ap row ,apco l,a [p ],qm ode ,fa lse ); 
is ta rt := i + 1
for j := i+1 to n do begin 
w a itse ta rray index(ps ta r t+7 .p rogco l, jrow ,jco l, j ,a jrow ,a jco l ,a ( j ; ] , indexrow ,js ta r t , ' j ' ) ;
g e tse tco n d itio n (p s ta rt+ 8 ,p ro g co l,a jlx ro w ,a jlxco l,tru e ro w ,tru e co l,fa lse ro w ,fa lse co l,a [ j ]  < m in,q m ode,true); 
if a [ j ]  < m in then begin 
min := a [ j ] ;
ge tse t in teger(ps ta rt+9 ,p rogco l,m in row ,m  incol.m in.qmode.faise);
p := );
ge tse ta rra y in d e x (p s ta rt+ 10 ,p rogco l,p row ,pco l,p ,ap row ,apco l,a [p ],qm ode ,true );
end;
loopend(j,n,pstart+7,progcol,pstart+1 2,progcol, indexrow ,js tart) ;  
end;
a [p ]  := a [ i ] ;
getsetarray(pstart+1 2 ,p rogco l,ap row ,apco l,a [p ] ,p ,a rrayrow ,q  mode,false); 
a [ i ]  := min
ge tse tarray(pstart+13,progco l,a irow ,a ico l,a [ i] , i ,a rrayrow ,qm ode,true) ; 
loopend(i,n- 1 ,pstart+4,progcol,pstart+14,progcol, indexrow,is tart)
end
end
* the variables true and false  are used to ind icate  w he th e r  or no t the cu rren t s ta tem en t is at 
the end of the loop.
F igure  2
The parameters passed to the d isplay rou t ines m ost ly  are the various co -o rd ina tes  re lating to 
the program sta tements, d isp layed variables, and the  actual variables being displayed.
The example in f igure  2 i l lus tra tes that w ith  the appropr ia te  so ftware  tools any s imple  p ro ­
cedure can be made vis ib le in a re la t ive ly  s tra igh t fo rw ard  and mechanica l way w ithou t a large 
software developm ent overhead. Software fo r  v is ib le program execution is the re fo re  economical 
to produce once a lit t le p ractice has been gained in using it. Clearly, it is possible to make a 
number of more sophisticated varia tions on the basic system w ithou t much addit ional effort.
Presently a p ro jec t is underway to deve lop  a p rep rocesso r that replaces the handcraft ing into 
the program of the display routines. The p resen t display so ftware  has been w r it ten  in Pascal. It 
could be used equally well  to make s im p le  program s in o the r languages (e.g. BASIC, Fortran) 
appear to execute in a vis ib le mode.
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7. The P ro b le m -S o lv in g  A spect o f C o m pu ting  -  w e  learn  m ost when w e have to invent
It is w ide ly believed tha t p ro b le m -so lv in g  is a c rea t ive  process that largely defies sys tem a t­
ization and m echanization. Aga inst this background w here  can we begin to say som eth ing  useful 
about co m p u te r  p rob lem -so lv ing?  The answer to th is  question  is m os t aptly sum m ed up in a 
rem ark made by Richard Ham m ing who said, " c o m p u te rs  are about und ers tand ing  not 
n um bers " .  Success in solving any prob lem can only come a fte r  we have come to understand 
what it is we are try ing to solve. The role of th is problem  d e fin i t io n  phase is to establish what  
m ust be done ra the r than how to do it.
Much of what Polya had to say in his classic works [ 9 - 1 1 ]  on p rob lem -so lv ing  are re levant 
to the beginn ing s tuden t in com pu t ing  science. The m ost crucia l th ing of all in developing 
p rob lem -so lv ing  skills is practice. P iaget sum m ed th is  up very  nicely w ith  this claim that "w e  
learn m os t when we have to inven t" .
In fo rm u la t ing  com pu te r  so lu t ions to p rob lem s one of the m ost im po rtan t ski lls we need to 
develop is the ab i l i ty  to phrase prob lem s in a way that wil l allow e i the r  an i te ra t ive  or a recurs ive 
solution. U n fortunate ly , m ost people  p r io r to th e i r  f i r s t  encoun te r  w ith a com pu te r  have had l it t le 
experience (at least at the conscious level) in fo rm u la t ing  i te ra t ive  or recurs ive  so lu tions to p rob ­
lems. Time and again in the ir  early com pu t ing  days, people are con fron ted  with s imple prob lems 
which they can solve very easily  (e.g. like picking the maximum num be r in a set) but fo r which 
they have great d i f f icu l ty  in fo rm u la t ing  an i te ra t ive  co m p u te r  solution. This happens because we 
can ge t the solution to many p rob lem s w ithou t exp l ic i t ly  fo rm u la t ing  or unders tand ing  the 
method used to obtain it. When dealing w ith  com pu te rs  we are not granted  such a luxury. An 
extended study of vis ib le  program execution (VPE) with well chosen examples can go a long way 
to rem oving  the  m yste ry  of fo rm u la t ing  i te ra t ive  so lu t ions to problems.
Before s tuden ts  are asked to fo rm u la te  th e ir  own so lu t ions it is usefu l fo r them to see a 
num ber of co m p u te r  solu tions to s im p le  prob lem s presen ted  by way of example in what we may 
call a d isco very  mode. That is, ra ther than saying here is the  com pu te r  im p lem enta tion  of 
Euclid's g rea tes t com m on d iv iso r a lgo r i thm , the problem should be stated and then an e f fo r t  be 
made to ask the so rt of questions  tha t would enable us to "d is c o v e r "  it anew fo r  ourse lves [ 1 2 ] ,  
In cons ider ing  a num ber of p rob lem s in th is way, we can learn a lot about the so r t  of questions 
and heuris tics that can be usefu l in tackling any new prob lem. Too often  in in troduc to ry  courses, 
and texts in com pu t ing  this m ethod  of t re a tm e n t  is neg lected  or ignored in favour of a discussion 
of top -dow n  design as a p ro b le m -so lv in g  tool. Top-down design is certa in ly  a very pow erfu l tool 
fo r  dealing with the com p lex ity  and deta i l  of co m p u te r  p rob lem s but it can only be employed 
a fte r  we have evolved or d iscovered the  basic approach that is to be used in solv ing the p rob­
lem.
At th is po int i t may have been seen as appropr ia te  to prov ide a long l is t of heuris tics that 
can be usefu l in solving com pu t ing  prob lem s. We have re fra ined from doing so fo r  two reasons. 
Quoting a p rob lem -so lv ing  heur is t ic  ou t of the con tex t of solving a part icu la r problem is not very 
convincing and may som et im es  even be m isleading. Secondly, it is always usefu l to keep in mind 
that the re  are no universa l rec ipes fo r  p rob lem -so lv ing . P rob lem -so lv ing  is a very personal 
thing. D if fe ren t s tra teg ies  appear to work fo r  d i f fe re n t  people. The im portan t po in t to rem em ber 
is that s tudents  in th e ir  in troduct ion  to com put ing  be given ample opportun ity  to cult ivate and 
develop the ir  own p ro b le m -so lv in g  skil ls, f i r s t  by seeing a lgor i thm s "d is c o v e re d "  and then later 
by d iscovering  th e ir  own so lu t ions to prob lems. [ 1 2 ]
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8. For and Against
Much of our p resen t cris is in both teach ing  com put ing , and in com put ing  pract ice  at large, 
stems from the im m atur i ty  of the d isc ip l ine , a fac to r  tha t wil l un fo r tuna te ly  only be cured by time. 
We must recognize the re  is a mechan ism  at work w hereby advances tha t are made by the 
researchers of one genera t ion  are taugh t  to the ch i ld ren  o f succeed ing  generat ions. In the  case 
of computing, this fundam enta l  m ethod  o f t ra n s fe r  of know ledge seems to have happened a l it t le  
too quickly. To turn around Papert 's  maxim [ 1 3 ]  learn ing is not easy if we do not have the 
proper models to assim ila te  new know ledge to. As he so aptly puts it
"Our culture is re la tive ly  poor in models  of sys tem atic  p rocedures ."
This observation provides a very te l l ing  explanation of why the cu rren t  genera t ion  if having such 
a struggle in mastering com puting .
One response to the  p resen t s i tua tion  is to take the  view that the  only cure fo r our cu rren t 
problems is to con fron t s tuden ts  of com pu t ing  science with d isc ip l ine and m athem atica l r igor 
right from the outset. The idea be ing tha t r igo r is always a very  e ffec t ive  tool fo r deepen ing our 
understanding of a d iscipl ine. And from  a solid base of unders tand ing , it m igh t  then be hoped 
that people would be in a b e t te r  posit ion to make more  e ffec t ive  use of the tools and concepts of 
the computing discipline.
The author has much respec t in h inds igh t fo r  an attack on the prob lem based on rigor. 
However, faced with the respons ib i l i ty  of having to in troduce  large num bers  of s tuden ts  to co m ­
puting, it does not appear to be practica l, not at th is t im e  at least. Maybe la ter when com puting  
enjoys the same status in the school education system as m athem atics , wil l we be able to apply 
a similar degree of soph is t icat ion  in our in t roduc to ry  t re a tm e n t  o f the sub ject. R igor should be 
applied in computing but only a f te r  s tuden ts  have had a chance to grasp the fundam enta l  con ­
cepts.
We would suggest that the tools and ph ilosophy tha t we have outl ined rep resen t a m ore  
palatable and e ff ic ien t a l te rna t ive  in the p resen t c l im ate  fo r  increasing the s tuden t 's  u n de rs tand ­
ing of the fundamentals of com puting . Of course  w hat we have suggested  can be in te rp re ted  
and expanded in a variety  of new and d i f fe re n t  ways as we ga ther more experience.
We would not claim that these  suggestions  by any means can solve all ou r  p rob lem s in 
teaching introductory com puting . There are o the r s trong social fac tors  work ing  against us. In 
particular, we must be on guard against a grow ing malaise in our socie ty which is pushing quality 
and professionalism out the window. This is a d eep -sea ted  problem that part ly  re f lec ts  the f ru s ­
tration and alienation that is cu rren t ly  g rasp ing at the very fabr ic  of our society. Many people no 
longer take pride or seek satis fact ion in the work they do. This inev itably  shows up as poor qua l­
ity workmanship with the obvious consequences fo r com pu te r  software. Adding to th is problem 
is the real or imagined pace fe l t  by m os t in our techno log ica l society which creates a p ressure  to 
get things done that overides the need to do th ings properly.
9. Conclusions
Reflection on the le a rn m g - to - re a d -a n d -w r i te  analogy can give us some usefu l guidelines 
on formulating a more e ffec t ive  way of teach ing in troduc to ry  com puting . Exposing s tudents  to 
visible program execution, because of its s trong ca u s e -a n d -e f fe c t  link, is a usefu l way of g iving 
insight into the dynamic nature of co m p u te r  a lgorithms. It is also an e ffec t ive  tool fo r  teaching 
the use of programming constructs. Only a fte r  the dynam ic nature of a lgo r i thm s has been f i rm ly  
established are beginners ready to face up to the problem solving aspects of com pu te r  a lgorithm 
design. Once this point is reached, it is then necessary fo r  the s tuden t to d iscover his own se t of 
heuristics by being exposed to a w ide range of p rob lem s discussed in a "d iscove ry  m ode". Only 
then is the student ready to em bark on the m ore  demanding task of try ing to solve his own p rob ­
lems.
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