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Povzetek
Namen diplomske naloge je pokazati prednosti proceduralnega generiranja
vsebine ter pregledati trenutno stanje na tem podrocˇju.
Zmansˇanje strosˇkov razvoja je odlicˇna taktika za pridobitev konkurencˇne
prednosti pred ostalimi podjetji, ki se ukvarjajo z razvojem iger, kar lahko
dosezˇemo z odpravitvijo potrebe po vecˇjem sˇtevilu oblikovalcev. Z uvedbo
proceduralnih algoritmov za generiranje vsebine lahko dosezˇemo prav to.
Programer lahko na ta nacˇin, ob sodelovanju z umetnikom, dosezˇe veliko vecˇ
kot vecˇja skupina umetnikov. Ti algoritmi prav tako omogocˇajo posame-
znim umetnikom ali manjˇsim podjetjem ustvariti vsebinsko bogato igro in
omogocˇajo nastanek nepricˇakovanih form.
Za nastanek programa, ki generira vsebino, je potrebno jasno poznavanje
vsebine, v primeru tega dela - mestne cˇetrti. Diplomska naloga obravnava to
urbano formo ter analizira njene sestavne dele.
Drugi cilj diplomske naloge je ustvariti program za proceduralno generi-
ranje mestne cˇetrti, katerega rezultat dosega zˇelene lastnosti za uporabo v
igrah. Ustvarjeni nivo mestne cˇetrti mora biti igralen, vizualno zadovoljiv ter
ne sme dajati obcˇutka, da je bil zgeneriran s strani proceduralnega algoritma,
temvecˇ deluje kot delo cˇlovesˇkih rok.
Kljucˇne besede: Proceduralno generiranje vsebine, struktura mesta, gene-
riranje urbane forme.

Abstract
The goal of the thesis is to show the advantage of procedural content gener-
ation and to review the current situation in this field.
Reducing development costs is an excellent tactic to obtain a competitive
advantage over other companies that are engaged in developing games, which
can be achieved by removing the need for a larger number of designers. We
can achieve that with the introduction of procedural algorithms for generat-
ing content. A programmer in cooperation with an artist can, in this way,
achieve much more than a large group of artists. These algorithms also allow
individual artists or small businesses to create content-rich games and allow
for the creation of unexpected forms.
To create a program that generates content, one needs a clear understand-
ing of the content being generated, in the case of this work, city quarter. The
thesis deals with the urban form and analysis of its components.
The second objective of this thesis is to write a program for generating
city quarters, the result of which achieves the desired characteristics for use
in games. Created levels should be playable, visually appealing and not give
the impression of being generated by a procedural algorithm, but rather seem
to be the work of humans.
Keywords: Procedural content generation, city structure, generating urban
forms.

Poglavje 1
Uvod
Po izjemno hitrem vzponu racˇunalniˇske tehnologije v preteklih desetletjih so
racˇunalniˇske igre delezˇne vedno vecˇ pozornosti. Na trgu se dnevno pojavljajo
novi produkti kot tudi nova podjetja, ki se borijo za pridobitev konkurencˇne
prednosti pred ostalimi. Ljudje so dragi in pocˇasni, in zdi se, da jih potrebu-
jemo vedno vecˇ. Dandanes ni nicˇ kaj nenavadno, da komercialno igro razvija
veliko sˇtevilo ljudi v cˇasu vecˇ let. To vodi do situacije, kjer je manj iger dono-
snih, kar vodi do manjˇsih tveganj na podrocˇju razvoja in manjˇse raznolikosti
na trgu iger. Pohitritev procesa razvoja ter odstranitev potrebe po vecˇjem
sˇtevilu delovnih mest je za pridobitev prednosti na trgu nadvse primerno. Del
razvoja lahko s kreiranjem ustreznega programa prepustimo racˇunalniku in
tako zmanjˇsamo strosˇke razvoja. Dodaten razlog za razvoj metod PCG je ra-
zumevanje samega snovanja vsebine. Racˇunalniˇski znanstveniki radi recˇejo,
da procesa ne razumemo dovolj dobro, dokler ga ne prevedemo v kodo in
program tecˇe. Kreiranje programske opreme, ki generira vsebino igre, bi
nam lahko pomagalo razumeti postopek, s katerim bi lahko “rocˇno” ustvarili
vsebino in bolje razjasniti omejitve problema, s katerim se ukvarjamo.
Za nas zelo pomemben pojem je “proceduralno generiranje vsebine”.
Definiramo ga kot kreiranje vsebine igre z omejenim vnosom uporabnika.
Kljucˇni pojem tukaj je “vsebina”, drug pomemben izraz pa je “igra”. V
tej nalogi bomo pregledali podrocˇje proceduralnega generiranja vsebine ter
1
2 POGLAVJE 1. UVOD
obravnavali prednosti njegove uporabe. Prvi algoritmi za proceduralno ge-
neriranje vsebine so se pojavili v zgodnjih osemdesetih ter osnovali novo
zvrst iger imenovano “rogue-like”. Glavna gonilna sila za razvojem algo-
ritmov za generiranje vsebine je bilo premagovanje omejitev velikosti po-
mnilnika racˇunalnikov. Sicer delezˇni vedno vecˇje uporabe, se proceduralni
algoritmi za generiranje vsebine navadno uporabljajo bodisi v periferni vlogi
ali pa je njihov obseg zelo omejen. Trenutne raziskave na tem podrocˇju po-
skusˇajo razsˇiriti meje dosegljivega in povecˇati kvaliteto ustvarjene vsebine.
V idealnem primeru bi resˇitev procesa generiranja vsebine morala biti hitra,
zanesljiva, nadzorljiva, ekspresivna in raznolika, vendar v praksi obstajajo
nekateri kompromisi med temi lastnostmi.
V sklopu te naloge bomo ustvarili generator mestne cˇetrti za uporabo v
igrah. Generiranje mestne cˇetrti je obsezˇen problem, zato bomo le-to izvedli v
nivojih in obravnavali vsakega izmed njih. Za kreiranje taksˇnega progama je
potrebno analizirati urbano formo ter njene sestavne dele. Definirati moramo
prostor problema ter opredeliti zˇeljen rezultat. Z generatorjem zˇelimo dosecˇi
dolocˇeno normo nadzora nad procesom, zato moramo paziti na potencialne
parametre posameznih algoritmov, ki bodo generator sestavljali.
Poglavje 2
Proceduralno generiranje
vsebine
2.1 Definicija
Najprej definirajmo pojem “proceduralno generiranje vsebine” (Procedural
Content Generation) - v nadaljevanju PCG. Kreiranje vsebine igre z omeje-
nim vnosom uporabnika je definicija, ki jo bomo uporabili [2]. Z drugimi
besedami, PCG se nanasˇa na racˇunalniˇsko programsko opremo, ki lahko
ustvari vsebino igre sama ali skupaj z enim ali vecˇ igralcev oz. oblikoval-
cev. Kljucˇni pojem je “vsebina”. V nasˇi definiciji je vsebina vecˇina tega,
kar je vsebovano v igri: nivoji igre, zemljevidi, pravila igre, teksture, zgodbe,
predmeti, problemi, glasba, itd.. V nasˇi definiciji igralni pogon ne tretiramo
kot vsebino. Prav tako pod vsebino ne sˇtejemo racˇunalniˇsko vodenih agen-
tov (Non-Player Character Artificial Intelligence - v nadaljevanju NPC AI).
Razlog za to zozˇenje opredelitve vsebine je, da se na podrocˇju umetne inte-
ligence v igrah izvaja vecˇ raziskav oziroma sˇtudij o uporabi AI metod za ve-
denje vodenih agentov, kot na podrocˇju proceduralnega generiranja vsebine.
Medtem ko podrocˇje PCG velikokrat temelji na metodah umetne inteligence,
jo zˇelimo locˇiti od bolj “mainstream” nalog za testiranje algoritmov umetne
inteligence, kjer se najbolj pogosto uporablja z namenom, da se naucˇi igrati
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igro. Kot vse opredelitve (razen morda tistih, ki jih najdemo v matematiki),
je nasˇa definicija PCG nekoliko arbitrarna in precej mehka na robovih. Mi
bomo opredelitev PCG obravnavali kot tako, in so zavedali, da drugi ljudje
opredeljujejo pojem drugacˇe. Nekateri raje uporabljajo izraz “generativne
metode”.
Drugi pomemben izraz je “igra”. Igre je izredno tezˇko opredeliti (glej
razpravo Wittgenstein-a [21]), zato tega tukaj ne bomo poskusˇali. Dovolj
je recˇi, da z igrami mislimo taksˇne stvari, kot so video igre, racˇunalniˇske
igre, druzˇabne igre, igre s kartami, uganke, itd.. Pomembno je, da sistem
generiranja vsebine vzame v posˇtev zasnovo, zmozˇnosti in omejitve v igri, za
katero ustvarja. To razlikuje PCG od tematik, kot je generativna umetnost
in drugih tipov racˇunalniˇske grafike, ki ne uposˇtevajo posebnih omejitev.
Kljucˇna zahteva nastalih vsebin je, da morajo biti igralne – za igralca mora
biti omogocˇeno premagati ustvarjen nivo igre, se povzpeti po ustvarjenemu
stopniˇscˇu, uporabiti ustvarjeno orozˇje, itd.. Izraza “postopkovno” in “generi-
ranje” pomenita, da imamo opravka z racˇunalniˇskimi postopki ali algoritmi,
ki nekaj ustvarjajo. Metodo PCG je mogocˇe zagnati z racˇunalnikom (morda
s cˇlovesˇko pomocˇjo) in produkt bo proizveden. Sistem PCG je sistem, ki
vkljucˇuje metodo PCG kot enega izmed njenih delov.
Da bo razprava bolj konkretna, bomo navedli nekaj stvari, za katere me-
nimo, da so PCG:
• Programsko orodje, ki ustvarja jecˇe za akcijsko igro, kot je The Legend
of Zelda, brez cˇlovesˇkega vnosa - vsakicˇ ko zazˇenemo orodje se ustvari
nov nivo igre.
• Sistem, ki ustvarja nova orozˇja za prvoosebno igro v odgovor na akcije
kolektiva igralcev, tako da je orozˇje, ki je igralcu dano, razvita razlicˇica
predhodnega.
• Program, ki ustvarja zakljucˇeno, igralno in uravnotezˇeno druzˇabno igro,
morda z uporabo nekaterih obstojecˇih druzˇabnih iger za izhodiˇscˇe.
• Del igralnega pogona, ki hitro napolni igralni svet z vegetacijo.
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• Graficˇno orodje, ki omogocˇa, da posameznik ustvari zemljevid za stratesˇko
igro, medtem ko stalno ocenjuje zasnovan zemljevid na podlagi igral-
nih lastnosti in predlaga izboljˇsave na zemljevidu za bolj uravnotezˇen
in igralen rezultat.
Za preglednost nasˇtejmo sˇe nekaj stvari, ki jih ne uvrsˇcˇamo pod PCG:
• Urejevalnik zemljevidov za stratesˇko igro, ki omogocˇa preprosto doda-
janje in odstranjevanje predmetov, brez generiranja na lastno pobudo.
• Racˇunalniˇsko voden agent za namizno igro.
2.2 Prednosti uporabe PCG
Zdaj ko vemo, kaj PCG predstavlja, raziˇscˇimo razloge za uporabo in razvoj
taksˇnih metod. Izkazˇe se, da obstaja vecˇ pomembnih razlogov. Morda je
najbolj ocˇiten razlog za ustvarjanje vsebine odprava potrebe po oblikovalcu
za kreiranje te vsebine. Ljudje so dragi in pocˇasni, in zdi se, da jih s cˇasom
potrebujemo vse vecˇ (To velja vsaj za “AAA” igre; igre, ki se prodajajo po
polni ceni po vsem svetu. Nedavni vzpon mobilnih iger je ponovno omogocˇil
donosnost posameznim razvijalcem, vendar se tu prav tako cena razvoja s
cˇasom dviga). Od prihoda racˇunalniˇskih iger se sˇtevilo delovnih ur, ki gredo
v razvoj uspesˇne komercialne igre, bolj ali manj stalno povecˇuje. Danes za
igre ni nicˇ kaj nenavadno, da jih razvija na stotine ljudi v obdobju vecˇ let. To
vodi do situacije, kjer je manj iger donosnih, kar vodi do manjˇsih tveganj na
podrocˇju razvoja in manjˇse raznolikosti na trgu iger. Veliko viˇsje placˇanih
zaposlenih potrebnih v tem procesu je oblikovalcev in umetnikov, ne pro-
gramerjev. Podjetje, ki razvija igre bi lahko nadomestilo nekatere umetnike
in oblikovalce z algoritmi, s cˇimer bi pridobilo konkurencˇno prednost, saj bi
igre proizvajalo hitreje in ceneje, hkrati pa ohranjalo kakovost (ta argument
je podal legendarni oblikovalec iger Will Wright v svojem predavanju “The
Future of Content” na Game Developers Conference leta 2005; pogovor, ki je
pomagal ozˇiviti zanimanje za proceduralno generiranje vsebine). Zmanjˇsanje
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sˇtevila delovnih mest ni nacˇin, kako prodati PCG oblikovalcem in umetni-
kom. Lahko bi torej argumentirali drugacˇe: algoritmi za generiranje vsebin,
sˇe posebej vgrajeni v inteligentna oblikovalska orodja, lahko povecˇajo ustvar-
jalnost posameznikov. To bi lahko omogocˇilo majhnim ekipam brez sredstev
velikih podjetij in celo posameznikom, ustvarjanje vsebinsko bogatih iger,
z osvoboditvijo od skrbi glede podrobnosti in tezˇkega monotonega dela pri
ohranitvi nadzora nad razvojem. Oba argumenta predpostavljata, da je ti-
sto, kar zˇelimo ustvariti, podobno igram, ki so na trgu danes. Prav tako
bi PCG metode lahko omogocˇile tudi povsem nove vrste iger. Cˇe bi imeli
programsko opremo, ki bi bila sposobna ustvariti vsebino igre pri hitrosti
porabe, nacˇeloma ni razloga, da bi se igra morala koncˇati. Za vsakogar, ki
je bil kdaj razocˇaran nad njegovo najljubsˇo igro, ki nima vecˇ nivojev za raz-
iskovanje, ugank za resˇevanje, itd., bi bila to nadvse zanimiva mozˇnost. Sˇe
bolj vznemirljivo, novo ustvarjena vsebina bi lahko bila prilagojena okusu in
potrebam igralca. Z zdruzˇevanjem PCG z modeliranjem, na primer z izva-
janjem merjenj in uporabo nevronskih mrezˇ za modeliranje odziva akterjev
na posamezne igralne elemente, bi lahko ustvarili adaptivne igre, ki si priza-
devajo dosecˇi cˇim vecˇji uzˇitek igralcev. Enake tehnike bi lahko uporabili za
boljˇse ucˇenje v igrah ali morda za maksimiranje zasvojljivosti iger.
Sˇe en razlog za uporabo PCG je, da bi nam to pomagalo dosecˇi vecˇjo
ustvarjalnost. Ljudje, tudi tisti s kreativno zˇilico, ponavadi posnemajo drug
drugega kot tudi sami sebe. Algoritmicˇni pristopi bi lahko priˇsli do povsem
drugacˇne vsebine od te, ki bi jo ustvaril cˇlovek z nepricˇakovano a veljavno
resˇitvijo danega problema generiranja vsebine. Izven tematike iger je to do-
bro znan pojav v npr. evolucijskem razvoju. In koncˇno, popolnoma drugacˇen
a nicˇ manj pomemben razlog za razvoj metod PCG, je razumeti samo snova-
nje vsebine. Ustvarjanje programske opreme, ki lahko kompetentno ustvarja
vsebino igre, bi nam lahko pomagalo razumeti postopek, s katerim bi lahko
“rocˇno” ustvarili vsebino in bolje razjasniti omejitve problema, s katerim se
ukvarjamo. To je iterativen proces, s katerim lahko boljˇse metode PCG vo-
dijo k boljˇsemu razumevanju procesa razvoja, ki lahko posledicˇno pripelje do
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boljˇsih algoritmov PCG.
2.3 Pregled podrocˇja
Premagovanje omejitve velikosti pomnilnika racˇunalnikov je bila ena od glav-
nih gonilnih sil za razvojem PCG tehnik. Omejene zmogljivosti domacˇih
racˇunalnikov, v zgodnjih osemdesetih letih z malo razpolozˇljivega prostora
za shranjevanje vsebin igre, so prisilile oblikovalce k iskanju drugih metod
za ustvarjanje in shranjevanje vsebin. Elite [7] je ena prvih iger, ki resˇi ta
problem s shranjevanjem sˇtevilke semena, ki ga uporablja za proceduralno
generiranje 8 galaksij z 256 planeti z edinstvenimi lastnostmi. Sˇe en klasicˇen
primer zgodnje uporabe PCG je igra Rogue iz zgodnjih osemdesetih. V igri
igralec raziskuje sistem jecˇ, nivoji igre pa se nakljucˇno generirajo vsakicˇ,
ko se zacˇne nova igra. Tovrstnim igram pravimo “Rogue-like” igre. Avto-
matsko generiranje vsebine igre pogosto prihaja s kompromisi; Rogue-like
igre lahko proceduralno ustvarjo prepricˇljivo izkusˇnjo, vendar vecˇini izmed
njih (kot npr. “Dwarf Fortress” [6]) manjka vizualna privlacˇnost. Nedavno
je bilo produceralno generiranje vsebine pricˇa vse vecˇji pozornosti pri ko-
mercialnih igrah. Diablo [17] je akcijska igra namiˇsljenih vlog, ki vkljucˇuje
proceduralno generiranje za ustvarjanje zemljevidov ter postavitev predme-
tov in posˇasti. PCG je osrednji element v igri Spore [15], kjer so modeli, ki jih
igralci ustvarijo, animirani s pomocˇjo proceduralnih animacijskih tehnik [18].
Ta prilagojena bitja se nato uporabijo za zapolnitev proceduralno ustvarjene
galaksije. Civilization IV [5] je potezna stratesˇka igra, ki omogocˇa edinstveno
izkusˇnjo igranja z generiranjem nakljucˇnih nivojev. Minecraft [16] je ena od
bolj priljubljenih indie iger z obsezˇno uporabo PCG tehnik za ustvarjanje
celotnega sveta in vsebine le tega. Spelunky [1] je sˇe ena znana rogue-like
indie igra, ki uporablja PCG za samodejno generiranje variacije nivojev igre.
Tiny Wings [9] je sˇe en primer mobilne igre s proceduralnim generiranjem
terena in tekstur, kar daje igri drugacˇen izgled z vsakim zagonom.
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2.4 Zazˇelene lastnosti PCG
Na implementacije metod PCG lahko gledamo kot na resˇitve problemov ge-
neriranja vsebine. Problem generiranja vsebine bi lahko bil ustvariti novo
travo z nizko ravnjo podrobnosti, ki ne izgleda popolnoma cˇudno v 50 mi-
lisekundah ali morda ustvariti resnicˇno izvirno idejo za mehaniko igre v vecˇ
dneh teka programa. Zazˇelene in potrebne lastnosti resˇitve so drugacˇne z
vsako aplikacijo. Privzamemo lahko le, da obicˇajno obstajajo kompromisi,
na primer med hitrostjo in kakovostjo, ter raznolikostjo in zanesljivostjo.
Seznam zazˇelenih lastnosti PCG:
• Hitrost: Zahteve po hitrosti se mocˇno razlikujejo; od maksimalnega
cˇasa nekaj milisekund do vecˇ dni, odvisno od tega, ali je proceduralno
generiranje izvedeno v cˇasu igranja ali v cˇasu razvoja igre.
• Zanesljivost: Nekateri generatorji “slepo” generirajo vsebino, medtem
ko so drugi sposobni zagotoviti, da vsebina, ki jo ustvarjajo, dejansko
izpolnjuje navedene kriterije kakovosti. To je bolj pomembno za ne-
katere vrste vsebin kot druge, na primer jecˇa brez izhoda ali vhoda je
katastrofalen neuspeh, medtem ko je cvet, ki zgleda malo cˇudno, dalecˇ
od popolnega neuspeha.
• Vodljivost: Obstaja pogosta potreba generatorjev vsebine po obvladlji-
vosti v nekem smislu, tako da se cˇlovek ali algoritem (npr. adaptivni
mehanizmi), lahko vnaprej odlocˇi glede nekaterih vidikov vsebine, ki
bo generirana. Obstaja veliko mozˇnih razsezˇnosti nadzora, npr. zah-
tevamo lahko gladek podolgovat kamen, avtomobil, ki je vecˇbarven,
nivo igre, ki povzrocˇi skrivnosten obcˇutek in nagradi perfekcionista, ali
majhen nabor pravil, kjer nakljucˇje ne igra nobene vloge.
• Raznolikost: Pogosto je pomembno, da lahko ustvarimo razlicˇen na-
bor vsebin, da bi se izognili majhnim variacijam in tako monotonemu
zgledu. Na eni skrajnosti raznolikosti imamo generator, ki daje vedno
znova enak rezultat z razliko obarvanosti ene ploskve na sredini nivoja,
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na drugi skrajnosti pa imamo generator, ki vse komponente nivoja raz-
poredi nakljucˇno in tako ustvari nepregleden in neigralen nivo. Merje-
nje raznolikosti ni trivialna tema sama po sebi, oblikovanje generatorja
nivojev igre, ki ustvarja raznolike vsebine brez ogrozˇanja kakovosti, pa
sˇe manj.
• Pristnost: V vecˇini primerov bi radi, da nasˇa vsebina ni videti, kot da
je bila ustvarjena s proceduralnim generatorjem vsebine.
10 POGLAVJE 2. PROCEDURALNO GENERIRANJE VSEBINE
Poglavje 3
Pristopi
Jecˇa v resnicˇnem svetu je hladen, temen in grozljiv kraj, kjer so zaprti zapor-
niki. Jecˇa v racˇunalniˇski igri je labirint, kjer pustolovec vstopi v eni tocˇki,
zbira zaklade, premaguje posˇasti ali se jim izogiba, resˇuje soljudi, pade v
past in na koncu odide cˇez izhod na drugem mestu. To pojmovanje jecˇe iz-
vira iz druzˇabne igre namiˇsljenih vlog “Dungeons and Dragons” in je kljucˇna
znacˇilnost skoraj vsake racˇunalniˇske igre namiˇsljenih vlog (“RPG” – Role
playing game), vkljucˇno s kultnimi igrami, kot sta seriji “Legend of Zelda”
in “Final Fantasy” in nedavni uspeh, kot je “The Elder Scrolls V: Skyrim”.
Zˇanr iger “roguelike”, poimenovan po igri Rogue iz leta 1980, ima procedu-
ralno generirano jecˇo; serija Diablo je prav tako zelo odmevna serija iger v
tej tradiciji. Zaradi tega tesnega odnosa z uspesˇnimi igrami in tudi zaradi
edinstvenih izzivov glede nadzora v razvoju, so jecˇe sˇe posebej aktivna in
privlacˇna tema PCG.
Za namen tega dela definiramo pustolovsˇcˇine in nivoje RPG igre kot la-
birinte, ki jih sestavljajo vecˇinoma medsebojno povezani izzivi, nagrade in
uganke tesno postavljene v cˇasu in prostoru, tako da ponudijo visoko struk-
turiran nacˇin napredovanja v igri [13]. Prefinjen pojem napredovanja locˇi
jecˇe od drugih vrst nivojev. Cˇeprav je nivo jecˇe odprt za prosto raziskovanje
(veliko bolj kot pri npr. platformnih igrah) ima to raziskovanje tesno vez
z napredovanjem glede izzivov, nagrad in ugank, ki ga je predvidel razvija-
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lec igre. V nasprotju z npr. platformnimi igrami nivo RPG igre spodbudi
prosto raziskovanje sveta, seveda ob strogem nadzoru nad igralcˇevo izkusˇnjo,
napredovanjem in taktom le-tega (za razliko od odprtih nivojev, kjer je igra-
lec veliko bolj neodvisen). Na primer: igralci lahko svobodno izbirajo svojo
pot po jecˇi med razlicˇnimi mozˇnimi in pri tem nikoli ne naletijo na izzive,
ki jih ni mogocˇe premagati pri njihovem trenutnem znanju in trenutnimi
zmozˇnostmi. Oblikovanje jecˇe je tako kreiranje kompleksnega prostora igre
iz zˇelene igralne izkusˇnje in ne obratno.
V vecˇini pustolovskih in RPG igrah strukturno jecˇe sestavlja vecˇ sob po-
vezanih s hodniki. Medtem ko se originalno izraz “jecˇa” navezuje na labirint
zaporniˇskih celic, se v igrah lahko navezuje tudi na jame, sobe ali druge struk-
ture. Poleg geometrije in topologije jecˇe vkljucˇujejo racˇunalniˇsko kontrolirane
karakterje (“NPC” non-player character), dekoracije in druge objekte (npr.
zaklad, orozˇje, hrana).
Proceduralno generiranje jecˇe se nanasˇa na generiranje topologije, geome-
trije in z igranjem povezanih predmetov. Tipicˇen postopek generiranja jecˇe
je sestavljen iz treh elementov:
• Predstavitveni model: poenostavljena predstavitev jecˇe, ki zagotavlja
enostaven pregled nad koncˇno strukturo.
• Postopek za gradnjo predstavitvenega modela.
• Postopek za ustvarjanje dejanske geometrije jecˇe iz njenega predstavi-
tvenega modela.
Zgoraj smo pokazali razlike jecˇe v primerjavi z nivoji platformne igre.
Vendar pa obstajajo tudi jasne podobnosti med tema dvema vrstama nivojev.
Platformne igre so zaslovele po zaslugi klasicˇnih iger, kot so “Super Mario
Bros”, “Sonic the Hedgehog” in nesˇteto njunih klonov, kot tudi drugih iger,
ki so tam jemale navdih. Sodoben primer igre v tej tradiciji, ki vsebuje
proceduralno generiranje nivojev, je igra “Spelunky”. Prav tako kot jecˇe,
nivoji platformne igre navadno vkljucˇujejo prostor za premik, stene, zaklade,
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sovrazˇnike in pasti. Vendar pa je v platformni igri igralec obicˇajno omejen
z gravitacijo: karakter se lahko premika levo ali desno in pade dol, ampak
lahko obicˇajno skocˇi le majhno razdaljo navzgor. Kot rezultat je prepletanje
platform in vrzeli bistven element v besednjaku nivojev platformne igre.
Preglejmo razlicˇne metode za proceduralno generiranje jecˇe in drugih ni-
vojev igre. Cˇeprav se lahko te metode zelo razlikujejo imajo eno skupno
lastnost: vse so konstruktivne, proizvedejo rezultat ob zagonu. Skupno jim
je velikokrat tudi to, da so hitre. Nekateri celo uspesˇno ustvarijo nivo v
cˇasu izvajanja. Na splosˇno te metode zagotavljajo le omejen nadzor nad
rezultatom in njegovimi lastnostmi. Stopnjo nadzora, ki jo ponuja, je da-
nes zelo pomembna znacˇilnost proceduralnih metod. Pod “nadzor” mislimo
mozˇnost, da lahko oblikovalec ali programer namerno usmerja procese gene-
riranja, kot tudi raven truda potrebnega za krmiljenje. “Nadzor” dolocˇa tudi
do katere mere spreminjanje lastnosti in mozˇnosti krmiljenja daje smiseln
rezultat. Ustrezen nadzor zagotavlja, da generator ustvarja konsistentne re-
zultate (npr. igralne nivoje igre), hkrati pa ohranja tako zˇelene lastnosti kot
tudi raznolikost.
Medtem ko PCG metode rastejo v kompleksnosti in se razlicˇne metode
PCG zdruzˇujejo v bolj zapletene generativne procese, so bili razviti po-
membni parametri, ki pomagajo voditi generator vsebine do dolocˇenega re-
zultata. Kot rezultat se PCG nadzor razvija v smeri vecˇje in naravne in-
terakcije med oblikovalcem in PCG, z uporabo tehnik kot so deklarativno
modeliranje [19][10], nadzorljivi agenti [8] in nadzor na osnovi igralnosti [14].
Pogledali bomo vecˇ druzˇin proceduralnih tehnik. Zaradi enostavnosti
bomo vsako izmed teh tehnik predstavili v okviru enotnega tipa, bodisi jecˇe
ali nivo platformne igre. Prva druzˇina so metode, ki temeljijo na preisko-
vanju. Sledi druzˇina algoritmov delitve prostora. Dana sta dva razlicˇna
primera, kako se lahko jecˇe ustvari z delitvijo prostora. Osnovna ideja je,
da rekurzivno razdeliti razpolozˇljivi prostor v kose in jih nato povezˇe v jecˇo.
Naslednja druzˇina algoritmov so celicˇni avtomati, ki se izkazˇejo za enostavno
in hitro sredstvo pri ustvarjanju struktur, kot so jame. In koncˇno sˇe metode,
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ki temeljijo na agentih.
3.1 Preiskovalni algoritmi
Obstaja veliko razlicˇnih pristopov k ustvarjanju vsebine za igre. Pristopi,
ki temeljijo na iskanju so bili v zadnjih letih intenzivno raziskani. Pri teh
je uporabljen evolucionaren algoriem ali kaksˇno drugo stohasticˇno iskanje
oz. optimizacija za iskanje vsebine z zˇelenimi lastnostmi po prostoru resˇitev.
Osnovna metafora je razvoj kot proces iskanja. V prostoru resˇitev mora ob-
stajati primerna resˇitev in cˇe iteriramo dovolj dolgo in izvajamo majhne spre-
membe, pri cˇemer zavrnemo sˇkodljive ter ohranimo korektne, bomo eventu-
alno prispeli do zˇelene resˇitve. Ta metafora je bila uporabljena za opis procesa
razvoja v mnogih razlicˇnih disciplinah: na primer, Will Wright (oblikovalec
SimCity in The Sims) je v svojem govoru na Game Developers Conference
2004, opisal proces razvoja igre kot iskanje. Bistveni elementi pristopa, ki
temelji na iskanju, so naslednji:
Iskalni algoritem
To je “motor” metode, ki temelji na iskanju. Pogosto relativno prepro-
sti evoluacijski algoritmi delujejo dovolj dobro, cˇeprav vcˇasih obstajajo
znatne koristi za uporabo bolj sofisticiranih algoritmov, ki vzamejo
omejitve v racˇun, ali pa so specializirani za generiranje specificˇnega
dela vsebine.
Predstavitev vsebine
To je predstavitev artefaktov, ki jih zˇelimo ustvariti, npr. nivoje igre,
probleme ali morda krilate macˇke. Predstavitev vsebine je lahko kar-
koli, od nabora realnih sˇtevil do niza cˇrk. Prikaz vsebine opredeljuje
(in s tem tudi omejuje), katere vsebine se lahko ustvarijo in dolocˇi, ali
je mogocˇe ucˇinkovito iskanje.
Evaluacijske funkcije
Funkcija vrednotenja je funkcija od artefaktov (individualni del vse-
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bine) do sˇtevila, ki oznacˇuje kakovost artefakta. Rezultat evaluacijske
funkcije lahko kazˇe na npr. igralnost nivoja igre ali npr. estetsko pri-
vlacˇnost krilate muce. Izdelava evaluacijske funkcije, ki zanesljivo meri
kakovosti artefaktov, je pogosto ena izmed najtezˇjih nalog pri razvoju
PCG metod, ki temeljijo na iskanju.
3.2 Delitev prostora
Pri delitvi prostora delimo dvodimenzionalen ali tridimenzionalen prostor
v disjunktne podprostore tako, da vsaka tocˇka lezˇi natanko v enem izmed
njih. Podprostore imenujemo tudi celice. Algoritmi za delitev prostora po-
gosto delujejo hierarhicˇno: vsaka celica v delitvi je nadalje deljena z uporabo
istega rekurzivnega algoritma. To omogocˇa, da se celice razporedijo v deli-
tveno drevo. Poleg tega taksˇna drevesna struktura podatkov omogocˇa hitre
geometrijske poizvedbe glede katere koli tocˇke v prostoru; to naredi drevesa
delitve prostora posebej pomembne za racˇunalniˇsko grafiko, ki omogocˇajo,
na primer ucˇinkovito zaznavanje trcˇenja.
Najbolj priljubljena metoda za delitev prostora je binarna delitev prostora
(BSP), ki rekurzivno locˇuje prostor na dve podmnozˇici. Skozi binarno deli-
tev prostora, lahko prostor predstavimo z binarnim drevesom, imenovanim
BSP drevo. Razlicˇne variante BSP izberejo drugacˇne nacˇine delitve prostora
na podlagi podobnih pravil. Taksˇni algoritmi vkljucˇujejo sˇtiriˇska in osmiˇska
drevesa: sˇtiriˇsko drevo razdeli dvodimenzionalen prostor v sˇtiri kvadrante,
osmiˇsko drevo pa razdeli tridimenzionalen prostor na osem oktantov. Mi
bomo uporabili sˇtiriˇsko drevo na dvodimenzionalni sliki kot najenostavnejˇsi
primer, cˇeprav se uporabljajo enaka nacˇela za osmiˇska drevesa na tridimen-
zionalnem prostoru za druge vrste shranjenih podatkov. Sˇtiriˇsko drevo z glo-
bino n lahko hrani vsako binarno sliko 2n x 2n pikslov, skupno sˇtevilo vozliˇscˇ
drevesa pa je odvisno od strukture slike. Koren vozliˇscˇa predstavlja celotno
sliko in njeni sˇtirje otroci predstavljajo zgornji levi, zgornji desni, spodnji levi
in spodnji desni kvadrante slike. Cˇe imajo piksli v vsakem kvadrantu razlicˇne
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barve, se ta kvadrant razdeli. Postopek se rekurzivno ponavlja dokler vsak
list drevesa ne vsebuje le pike iste barve (glej sliko 3.1).
Slika 3.1: Primer sˇtiriˇskega drevesa binarne slike.
Ko so algoritmi za deljenje prostora uporabljeni v 2D ali 3D grafiki, je nji-
hov namen navadno, da predstavljajo obstojecˇe elemente, kot so poligoni ali
piksli, namesto da ustvarijo nove. Kljub temu je delitev prostora na disjunk-
tne podmnozˇice primerna resˇitev za ustvarjanje sob v jecˇi, ali na splosˇno,
locˇenih obmocˇij v nivoju igre. Generiranje jecˇe preko BSP sledi pristopu,
kjer algoritem deluje kot “vsevidni” arhitekt namesto kot “slepi” kopacˇ, kot
je pogost z algoritmi, ki temeljijo na agentih. Celotno obmocˇje jecˇe predsta-
vlja koren BSP drevesa in je rekurzivno deljeno, dokler ni izpolnjen zakljucˇni
pogoj (kot npr. najmanjˇse velikosti za sobe). BSP algoritem zagotavlja, da
se nobeni dve sobi ne prekrivata in omogocˇa zelo strukturiran videz jecˇe.
Kako tesno generativni algoritmi sledijo nacˇelom “tradicionalnih” delitve-
nih algoritmov vpliva na izgled ustvarjene jecˇe. Na primer, jecˇo je mogocˇe
ustvariti z sˇtiriˇskim drevesom, ki kvadrante izbira nakljucˇno, jih deli in ko
enkrat koncˇa, vsakemu kvadrantu dodeli vrednost 0 (prazno) ali 1 (soba),
pri cˇemer pazimo, da so vsi prostori povezani. Tak pristop ustvarja zelo
simetricˇne, “kvadratne” jecˇe. Poleg tega lahko nacˇelo, da mora kvadrant
vsebovati en sam element (ali piksle enotne barve, pri primeru slik) spro-
stimo za namene generiranja jecˇe; cˇe vsak list vsebuje eno sobo, lahko pa
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ima tudi praznih podrocˇja, to omogocˇa sobe razlicˇnih velikosti, dokler so
njihove mere manjˇse od mej kvadranta lista.
Slika 3.2: Zgornja slika prikazuje jecˇo ustvarjeno s pomocˇjo sˇtiriˇskega dre-
vesa, kjer vsaka celica sestoji iz popolnoma praznega prostora (cˇrna) ali sobe
(bela).
Ti prostori se nato lahko povezˇejo drug z drugim, z uporabo procesov, ki
temeljijo na nakljucˇju ali naboru pravil. Kljub temu dodatku bodo jecˇe sˇe
vedno verjetno imele precej strukturiran videz.
Poglejmo sˇe bolj stohasticˇni pristop, ki ohlapno temelji na BSP tehnikah.
Imamo obmocˇje za nasˇo jecˇo s sˇirino w in viˇsino h, ki je shranjena v korenu
BSP drevesa. Prostor lahko razdelimo vzdolzˇ navpicˇne ali vodoravne cˇrte in
posledicˇno za posamezne celice ni potrebno, da so enake velikosti. Drevo
generiramo tako, da v vsaki iteraciji nakljucˇno izberemo vozel in delimo
celico po nakljucˇno izbrani vodoravni ali navpicˇni cˇrti. Vozel ne delimo dalje,
cˇe presega najmanjˇso dovoljeno velikost (za ta primer vzemimo minimalno
sˇirino w / 4 in minimalno viˇsino h / 4). Na koncu vsaka celica vsebuje eno
sobo; vogali vsakega prostora so izbrani stohasticˇno tako, da prostor lezˇi
znotraj particije in ima sprejemljivo velikost (torej ni premajhen). Ko je
drevo ustvarjeno, dodamo hodnike s povezovanjem otrok istega starsˇa med
seboj. Spodaj je podana psevdo-koda algoritma. Slik 3.3 in 3.4 prikazujeta
tak postopek generiranja jecˇe.
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Postopek generiranja jecˇe:
1. Zacˇnemo s celotnim obmocˇjem jecˇe (koren BSP drevesa)
2. Razdelimo obmocˇje vzdolzˇ vodoravne ali navpicˇne cˇrte
3. Izberi eno od dveh novonastalih celic
4. Cˇe je ta celica vecˇja od minimalne sprejemljive velikost: gremo na korak
2 (trenutna celica je nov prostor, ki bo deljen)
5. Izberemo drugo celico in gremo na korak 4
6. Za vsako celico:
7. Ustvarimo prostor znotraj celice z nakljucˇno izbiro dveh tocˇk (zgoraj
levo in spodaj desno) znotraj svojih meja
8. Zacˇensˇi z najnizˇjimi sloji, povezˇemo sobe istega starsˇa s hodniki
9. Ponavljamo 9, dokler otroci korenskega vozliˇscˇa niso povezani
Slika 3.3: Stohasticˇna delitev obmocˇja jecˇe.
Slika 3.4: Porazdelitev sob in hodnikov za jecˇo iz slike 3.3.
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Cˇeprav je bila binarna delitev prostora tukaj primarno uporabljena za ge-
neriranje sob brez medsebojnega prekrivanja, je treba opozoriti, da se hierar-
hija BSP drevesa lahko uporablja za druge aspekte generiranja jecˇe. Prejˇsnji
primer na sliki 3.4 je pokazal, kako se povezanost sob lahko dolocˇi z BSP dre-
vesom: uporaba hodnikov za povezave sob istih starsˇev zmanjˇsuje mozˇnost
prekrivanja ali sekanja hodnikov. Poleg tega lahko vozliˇscˇa drevesa, ki niso
listi, predstavljajo skupek sob z istimi lastnostmi; na primer, del jecˇe lahko
vsebuje mocˇnejˇse posˇasti, ali posˇasti, ki so bolj odporne na magijo. Poleg
podobnih lastnosti, imajo lahko te skupine sob le en vhod do preostalih delov
jecˇe; To omogocˇa kontrolo igralcˇevega napredovanja po jecˇi kot tudi tematsko
obarvane in locˇene dele jecˇe. Primer enostavne jecˇe vidimo na sliki 3.5.
Slika 3.5: Primer jecˇe iz slike 3.4, z uporabo particij za namene tematskega
deljenja sob glede na njihovo vsebino.
3.3 Pristopi, ki temeljijo na agentih
Pristopi za generiranje jecˇe, ki temeljijo na agentih obicˇajno sestojijo iz po-
sameznega agenta, ki koplje tunele in ustvarja sobe v zaporedju. V nasprotju
z algoritmi delitve prostora je za pristope, ki temeljijo na agentih, bolj verje-
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tno, da ustvarijo organske in morda kaoticˇne jecˇe namesto lepo organiziranih
in strukturiranih jecˇ. Videz jecˇe je v veliki meri odvisen od obnasˇanja agenta:
agent z visoko stopnjo stohasticˇnosti bo ustvaril zelo kaoticˇne jecˇe, medtem
ko se lahko agent z vpogledom naprej izogne sekanju hodnikov ali sob. Opo-
zoriti je treba, da je vpliv parametrov obnasˇanja agenta na videz ustvarjene
jecˇe tezˇko uganiti brez obsezˇnega testiranja; tako so pristopi, ki temeljijo na
agentih veliko bolj nepredvidljivi od pristopov delitve prostora. Poleg tega
ni zagotovila, da bodo pristopi, ki temeljijo na agentih, ustvarili jecˇo brez
prekrivanja sob med seboj, ali jecˇo, ki se ne razteza le v kotu prostora name-
sto po celoti. Naslednji odstavki bodo prikazali uporabo pristopov na osnovi
agentov pri generiranju jecˇe.
Obstaja neskoncˇno nacˇinov vedenja za agenta pri ustvarjanju jecˇe, kar
posledicˇno povzrocˇi ogromno razlicˇnih rezultatov. Najprej bomo v vpogled
vzeli visoko stohasticˇno, “slepo” metodo. Agent zacˇne v neki tocˇki jecˇe in
nakljucˇna smer je izbrana (gor, dol, levo ali desno). Agent zacˇne kopati v
tej smeri in vsaka izkopana plosˇcˇica jecˇe se nadomesti s plosˇcˇico hodnika.
Po izkopu prve je verjetnost 5%, da bo agent spremenil smer (izbira nove,
nakljucˇne smeri) in sˇe verjetnost 5% da bo agent ustvaril sobo nakljucˇne
velikost (v tem primeru velikosti med 3 in 7 v obeh dimenzijah). Za vsako
izkopano plosˇcˇico, ko se agent premika v isti smeri, verjetnost za spreminjanje
smeri raste za 5%. Prav tako za vsako izkopano plosˇcˇico, kjer agent ne
ustvari sobe, verjetnost, da agent postavi sobo raste za 5%. Ko agent enkrat
spremeni smer, je verjetnost za spremembo smeri spet na 0%. Prav tako,
ko agent doda sobo, verjetnost da agent doda sobo pade na 0%. Slika 3.6
prikazuje primer poteka algoritma, spodaj pa je navedena tudi psevdo-koda
za ta algoritem.
Potek algoritma:
1. Dolocˇimo mozˇnost spreminjanja smeri Pc = 5
2. Dolocˇimo mozˇnost dodajanja sobe Pr = 5
3. Postavimo agenta na plosˇcˇico jecˇe in izberemo nakljucˇno smer
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4. Kopamo v tej smeri
5. Nakljucˇno izberemo sˇtevilo Nc med 0 in 100
6. Cˇe Nc < Pc: nakljucˇno spremenimo smer agenta in nastavimo Pc = 0
7. Sicer: nastavite Pc = Pc + 5
8. Nakljucˇno izberemo sˇtevilo Nr med 0 in 100
9. Cˇe Nr < Pr: ustvarimo sobo nakljucˇne sˇirine in viˇsine, med 3 in 7,
okoli trenutne pozicije agenta in nastavimo Pr = 0
10. Sicer nastavimo Pr = Pr + 5
11. Cˇe jecˇa ni dovolj velika se vrnemo na korak 4
Slika 3.6: Kratek prikaz stohasticˇnega, slepega agenta.
Da bi se izognili pomanjkanju nadzora iz predhodnega stohasticˇnega pri-
stopa, ki lahko povzrocˇi prekrivanja sob in slepe ulice, je lahko agent malo bolj
obvesˇcˇen o celotnem videzu jecˇe in ima vpogled naprej (ali bi dodana soba
povzrocˇila prekirivanje sob ali hodnikov). Prav tako ni potrebe po poskusu
spreminjanja smeri v vsakem koraku, da bi se izognili cˇudnim hodnikom.
V drugem primeru si bomo pogledali primer manj stohasticˇnega agenta z
vpogledom naprej. Tako kot prej, agent zacˇne na nakljucˇno izbranem mestu
v jecˇi. Agent preveri ali bi dodajanje sobe v trenutnem polozˇaju povzrocˇilo
sekanje z obstojecˇimi sobami. Cˇe vse mozˇne velikosti kreirane sobe povzrocˇijo
sekanje z obstojecˇimi, agent izbere smer in kopa tam, kjer hodnik ne povzrocˇi
sekanja z sobami. Algoritem se ustavi, ko se agent ustavi na lokaciji, kjer
ni prostora ne za hodnik, ne za sobo, brez povzrocˇitve sekanja z obstojecˇimi
elementi. Slika 3.7 prikazuje primer teka algoritma, spodaj pa je dana psevdo-
koda za ta algoritem.
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1. Postavimo agenta na plosˇcˇico jecˇe
2. Izberemo pomozˇne spremenljivke Fr = 0 in Fc = 0
3. Za vse mozˇne velikosti sob, kjer potencialni prostor ne seka obstojecˇih
sob:
4. Postavimo sobo, nastavimo Fr = 1 ter izstopimo iz zanke
5. Za vse mozˇne hodnike v vse smeri, ki ne sekajo obstojecˇih sob:
6. Dodamo hodnik, nastavimo Fc = 1 ter izstopimo iz zanke
7. Cˇe je Fr = 1 ali Fc = 1 se vrnemo na korak 2
Slika 3.7: Kratek prikaz obvesˇcˇenega agenta z vpogledom naprej.
Potrebno je opozoriti, da primera s slepim in obvesˇcˇenim agentom prika-
zujeta zelo naivna, preprosta pristopa. Sliki 3.6 in 3.7 prikazujeta v veliki
meri najslabsˇi mozˇni scenarij z rezultatom, kjer pride bodisi do prekrivanja
sob ali predcˇasne zakljucˇitve generiranja. Medtem ko kompleksnejˇse dopolni-
tve algoritmov preprecˇijo mnoge od teh problemov sˇe vedno ostaja dejstvo, da
je tezˇko predvideti taksˇne tezˇave brez obsezˇnega preizkusˇanja oz. testiranja.
To je lahko zazˇelena lastnost saj lahko nekontroliran algoritem ustvari bolj
organicˇne in realne jame in zmanjˇsa predvidljivost jecˇe za igralca, lahko pa
ustvari tudi nivoje, ki niso igralni ali zanimivi. Prav tako imajo v primerih,
prikazanih zgoraj, agentovi parametri velik vpliv na igralnost ter vizualno
vrednost v ustvarjeni jecˇi in spreminjanje teh parametrov za boljˇsi rezultat
ni trivialna naloga.
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3.4 Celicˇni avtomati
Celicˇni avtomat (cellular automaton) je diskreten racˇunski model. Celicˇni
avtomati so obsˇirno raziskana tema v racˇunalniˇski znanosti, fiziki in celo
nekaterih vejah biologije, kot so modeli rasti, razvoja, fizicˇnih pojavov, itd.
Medtem ko so bili celicˇni avtomati delezˇni sˇtevilnih publikacij, je osnovni
koncept pravzaprav zelo preprost in ga je mogocˇe razlozˇiti v nekaj tocˇkah in
sliki ali dveh.
Celicˇni avtomat sestoji iz n-dimenzionalne mrezˇe, nabora stanj in nabora
tranzicijskih pravil. Vecˇina celicˇnih avtomatov je bodisi enodimenzionalnih
(vektorji) ali dvodimenzionalnih (matrike). Vsaka celica je lahko v enem
od vecˇ stanj. V najpreprostejˇsem primeru so lahko celice v dveh stanjih.
Porazdelitev stanj celic na zacˇetku poskusa (v cˇasu t0) je zacˇetno stanje
celicˇnega avtomata. Od takrat naprej avtomat tecˇe v diskretnih korakih, ki
temeljijo na danem naboru pravil. Ob vsakem cˇasu t vsaki celici dolocˇimo
novo stanje, ki temelji na stanju celice in stanju vseh celic v njeni sosesˇcˇini
v cˇasu t− 1.
Soseska dolocˇa, katere celice okrog dolocˇene celice C vplivajo na pri-
hodnost stanja celice C. Za enodimenzionalne celicˇne avtomate je soseska
dolocˇena s svojo velikostjo, tj. koliko celic na levo ali desno se soseska raz-
teza. Za dvodimenzionalne avtomate sta najbolj pogosta tipa sosesk: Moore-
ova soseska in Von Neumann-ova soseska. Obe soseski imata lahko velikost
ena ali vecˇ. Moore-ova soseska je kvadrata: soseska velikosti ena je sesta-
vljena iz osmih celic okoli celice C, vklucˇjno z tistimi, ki si z C delijo le kot.
Von Neumann-ova soseska je kot krizˇ s centrom v C: soseska velikosti 1 je
sestavljena iz sˇtirih celic okoli C; zgoraj, spodaj, levo in desno (glej sliko 3.8).
Sˇtevilo mozˇnih konfiguracij sosesˇcˇine je enako sˇtevilu stanj celice na sˇtevilo
celic v sosesˇcˇini. Ta sˇtevilka lahko hitro postane velika; primer dvodimen-
zionalnega avtomata z Moore-ovo sosesko velikosti dve ima 225 = 33554432
konfiguracij. Za majhne soseske obicˇajno opredelimo prehodna pravila kot
tabelo, kjer je vsaka mozˇna konfiguracija soseske povezana z enim priho-
dnjim stanjem, pri velikih soseskah pa prehodna pravila obicˇajno temeljijo
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Slika 3.8: Dve vrsti sosesk za celicˇni avtomat. Von Neumann-ova na levi in
Moore-ova na desni.
na razmerju celic, ki so v vsakem od stanj.
Celicˇni avtomati so zelo raznoliki in za vecˇ vrst se izkazˇe, da so turnin-
govi. Pojavile so se ideje, da bi lahko ti avtomati oblikovali podlago za nov
nacˇin razumevanja narave skozi modeliranje “od spodaj navzgor” (bottom-
up modelling) [20]. Seveda pa se bomo v tem delu vecˇinoma ukvarjali s tem,
kako jih je mogocˇe uporabiti za proceduralno generiranje vsebine.
V objavi iz leta 2010, Johnson et al. opisuje sistem za generiranje ne-
skoncˇnega sistema jam z uporabo celicˇnih avtomatov [11]. Motivacija za tem
je bila ustvariti neskoncˇno igro plazenja po jamah, z okoljem, ki se razpro-
stira v nedogled in neopazno v vse smeri. Dodatna omejitev pri tem je, da
morajo jame izgledati organsko, brez ravnih robov in ostrih kotov. Medij
za shranjevanje resnicˇno neskoncˇne jame ne obstaja, zato mora biti vsebina
ustvarjena v cˇasu izvajanja, medtem ko igralci raziskujejo nova podrocˇja.
Igra prikazuje okolje zaslon za zaslonom, kar ustvari cˇasovno okno nekaj sto
milisekund za kreiranje novega prostora.
Ta metoda uporablja naslednje sˇtiri parametre za nadzor procesa generi-
ranja:
• Odstotek skalnih celic (nedostopno obmocˇje)
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• Sˇtevilo iteracij celicˇnega avtomata
• Mejna vrednost soseske, za rojstvo skale (T = 5)
• Sˇtevilo celic v soseski
Prostor predstavlja mrezˇa, kjer lahko vsaka celica v enem izmed dveh
stanj: prazno ali skala. Sprva je mrezˇa prazna. Generiranje posamezne
sobe deluje tako:
• Mrezˇa je nakljucˇno posuta s skalami, za vsako celico obstaja verjetnost
r (npr. 0,5), da je skala. Rezultat tega je pretezˇno enakomerna poraz-
delitev skal v prostoru.
• Celicˇni avtomat na mrezˇi iterira n (npr. 2) korakov. Edino pravilo za
ta celicˇni avtomat je, da se celica spremeni v skalo v naslednjem koraku,
cˇe je vsaj T (npr. 5) njenih sosednih celic skal, sicer se bo spremenila
v prazen prostor.
• Zaradi estetskih razlogov so skalne celice, ki mejijo na prazen prostor
oznacˇene kot celice stene, ki so funkcionalno enake kot skalne celice,
vendar z drugacˇnim izgledom.
Ta preprost postopek ustvari presenetljivo realisticˇen sistem jam. Slika
3.9 prikazuje primerjavo med zacˇetnim stanjem avtomata in rezultatom po
vecˇ iteracijah celicˇnega avtomata.
Medtem ko metoda generira en prostor, igra zahteva sˇtevilne med sabo
povezane prostore. Ustvarjena soba morda nima nobenih odprtin izven pra-
vokotnika, ki jo omejuje, se pravi ni nikakrsˇnega zagotovila, da bosta sosednji
sobi povezani. Zato med generiranjem prostora socˇasno generiramo tudi naj-
blizˇje sosede. Cˇe povezava med sosednjima sobama ne obstaja ustvarimo
tunel med njima, na mestu, kjer sta si najblizˇje. Na prosotru vseh sob in
tunelov nato izvedemo dodatne iteracije celicˇnega avtomata s cˇimer se izo-
gnemo ravnim robovom. Slika 3.10 kazˇe rezultat tega procesa v obliki devetih
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Slika 3.9: Generiranje jame: Primerjava med rezultatom avtomata in na-
kljucˇnim zacˇetnim stanjem (r = 0,5 v obeh primerih); Parametri celicˇnega
avtomata: n = 4, M = 1, T = 5. Celice zidu so predstavljene z rdecˇo, celice
skale pa z belo barvo.
sob, ki so neopazno povezane. Ta proces generiranja je zelo hiter in lahko
ustvari vseh devet sob v manj kot milisekundi na sodobnem racˇunalniku.
Slika 3.10: Generiranje jame: Sistem jam ustvarjen z celicˇnim avtomatom.
Celice zidu so predstavljene z rdecˇo, celice skale pa z belo barvo. Siva obmocˇja
predstavljajo tla. (M = 2; T = 13, n = 4; r = 50%)
Cˇe povzamemo, ta metoda uporablja naslednje sˇtiri parametre za nadzor
procesa generiranja jame:
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• Odstotek celic skal (nedostopno obmocˇje)
• Sˇtevilo iteracij celicˇnega avtomata
• Mejna vrednost soseske, za rojstvo skale (T = 5)
• Sˇtevilo celic v soseski
Zakljucˇimo lahko, da je sˇtevilo parametrov majhno in dejstvo, da so re-
lativno intuitivni, je prednost pristopov kot je Johnson-ov. Vendar pa je to
tudi ena od slabosti pristopa: za oblikovalce kot programerje ni enostavno v
celoti razumeli vpliv, ki ga ima en sam parameter na proces generiranja, saj
vsak parameter vpliva na vecˇ znacˇilnosti rezultata. Nemogocˇe je ustvariti
sistem jam, ki dosega specificˇne zahteve, kot so sˇtevilo sob z dolocˇeno mero
povezanosti. Zato so igralne karakteristike nekoliko odtujene od kontrolnih
parametrov. Vsako konkretno povezavo med metodo generiranja in igralnimi
karakteristikami bi spet dosegli le z obsezˇnim testiranjem.
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Poglavje 4
Urbana forma
Osredotocˇimo se na rezultat, ki ga zˇelimo dosecˇi. Ker je cilj tega dela gene-
rirati mesto si oglejmo samo mesto in njegovo strukturo. Najprej si oglejmo
definicijo urbane forme.
Urbano formo lahko opredelimo kot prostorski vzorec cˇlovekovih dejavno-
sti v dolocˇenem trenutku. Urbana forma je izraz, ki opisuje fizicˇne elemente
v mestu. Nanasˇa se na ureditev, funkcijo in estetsko kvaliteto stavb in ulic,
ki prekrivajo prostor mesta. Na splosˇno lahko urbane forme klasificiramo
na razlicˇne nacˇine. Tukaj se bomo osredotocˇili na tri kljucˇne karakteristike:
gostota, povezanost in dostopnost. Te karakteristike niso neodvisne druga
od druge cˇeprav merijo razlicˇne lastnosti urbane forme, in vsaka vpliva na
razvoj urbanih form drugacˇe.
Urbana gostota
Urbana gostota je merilo enote interesa (npr. zaposlovanja ali poselje-
vanja) na enoto povrsˇine (na primer, blok, soseska, mesto) Obstajajo
sˇtevilna merila gostote, tri najbolj pogosta so: gostota prebivalstva
(tj. sˇt. prebivalcev na enoto povrsˇine), gostota pozidane povrsˇine (tj.
povrsˇina stavbnih zemljiˇscˇ na enoto povrsˇine), in gostoto zaposlovanja
(tj. sˇtevilo delovnih mest na enoto povrsˇine).
Povezanost
Povezanost se nanasˇa na gostoto ulic in njihovo obliko. Pogosta merila
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povezanosti vkljucˇujejo gostoto krizˇiˇscˇ, velikost blokov prostora med
ulicami ali sˇtevilo krizˇiˇscˇ na kilometer [12]. Kjer je povezanost ulic
visoka (velika gostota krizˇiˇscˇ z manjˇsimi bloki, ki omogocˇajo pogoste
spremembe v smeri, pri potovanju skozi mesto) obstaja obicˇajno pozi-
tivna korelacija z izbiro hoje kot nacˇina potovanja in posledicˇno prihaja
do manj onesnazˇevanja.
Dostopnost
Dostopnost lahko opredelimo kot dostop do zaposlitve, stanovanja, sto-
ritev in krajev v mestu [3] [4]. To lahko razumemo kot kombinacijo raz-
dalje in cˇasa potovanja. Pogosta merila dostopnosti vkljucˇujejo centra-
liziranost prebivalstva, dostopnost delovnih mest z javnimi prevoznimi
sredstvi in oddaljenost od centra mesta.
Seveda pa mesta ne nastanejo iz danes na jutri temvecˇ se vecˇajo in spre-
minjajo skozi cˇas. Na sam razvoj vpliva vrsta faktorjev. Mesto prav tako
ne zˇivi samo zase temvecˇ ga naseljuje mnozˇica ljudi in posledicˇno ga gradijo
razlicˇni interesi. Rast mesta skozi cˇas, ker je vodena s strani mesˇcˇanov kot
celote, uposˇteva zgoraj navedene lastnosti in se navadno izboljˇsuje na podlagi
zgoraj omenjenih meril, vendar zaradi lokalnih interesov, cˇlovesˇke umrljivo-
sti in kompromisov, ki nastajajo zaradi tega, koncˇen rezultat do neke mere
odstopa od maksimalnega potenciala, najvecˇje efektivosti. Urbanih form je
ogromno, saj definicija dopusˇcˇa veliko mero variranja.
Generiranje urbane forme po celotni zalogi vrednosti njenih lastnosti in
variacij pri razvoju skozi cˇas predstavlja ogromen problem. Ker generiramo
mesto za uporabo v igrah je potrebno opozoriti, da bi visoka mera efektivnosti
strukture mesta sˇkodovala izgledu (raziskovanje mesta v obliki sˇahovnice ni
precej zanimivo). Nasˇ cilj je vecˇja razvejanost ulic, manj simetricˇna forma in
bolj organski videz. V tem diplomskem delu se bomo osredotocˇili na manjˇso,
omejeno podmnozˇico urbanih form. Generirali bomo vecˇinsko rezidentsko
mestno cˇetrt (z visoko mero gostote pozidane povrsˇine), ki je del starega
mesta. (npr. del starega obmorskega mesta z ozkimi prepletajocˇimi se uli-
cami in gosto zgrucˇenimi stavbami). Generator mora biti z vsakim zagonom
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sposoben generirati nakljucˇno mestno cˇetrt, neenostavne in cˇloveku zanimive
strukture, ki ne delujejo kot rezultat proceduralnega algoritma temvecˇ kot
delo cˇlovesˇkih rok.
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Poglavje 5
Generiranje mestne cˇetrti
5.1 Definicija
Cilj tega diplomskega dela je generirati rezidentno mestno cˇetrt. Vprasˇati se
moramo, kaj je mestna cˇetrt in kaksˇna je njena struktura. Za namene tega
dela bomo mestno cˇetrt definirali kot skupek stavb, poseljenih z sobami in
hodniki, zgrucˇanih in prepletenih z ulicami v omejenem prostoru. Kljucˇni
deli nasˇe cˇetrti so naslednji elementi:
Prostor
Tridimenzionalna ali dvodimenzionalna predstavitev prostora, ki vse-
buje informacije o sestavnih elementih (stavbe z sobami, ulice, zid),
ki lahko sluzˇi kot prikaz rezultata enega zagona programa. V nasˇem
primeru bo to vecˇ slojev dvodimenzionalnih mrezˇ celic (pritlicˇje, prvo
nadstropje, itd.).
Zid
Meja prostora v katerem bodo postavljene stavbe. Prostor, ki ga ome-
juje je lahko enostaven (pravokotnik, kvader) ali pa ima kompleksnejˇso
obliko, vsekakor pa mora biti povezan. Ker generiramo cˇetrt za upo-
rabo v igrah, je zid locˇnica, ki omejuje prostor premikanja igralca. V
nasˇem primeru bo zid dolocˇen z vrsto celic v pravem stanju. Te celice
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v vsaki od mrezˇ locˇujejo celice stavb in ulic od nedostopnih celic.
Stavbe
Informacija o prostoru, ki ga stavba pokriva ter informacije o elementih,
ki ga polnijo (sobe, hodniki). V nasˇem primeru bo stavba dolocˇena z
mnozˇico celic v stanju sob ali hodnika.
Ulice
Kot smo omenili so ulice cˇetrti med seboj prepletene poti, ki ovi-
jajo stavbe in jih povezujejo med seboj. V nasˇem primeru bodo ulice
dolocˇene z vrsto celic v dolocˇenem stanju.
Sobe, Hodniki
Sestavni deli stavb, ki jo popolnoma pokrivajo. V nasˇem primeru bodo
sobe in hodniki dolocˇeni z vrsto celic v pravem stanju. Ker zˇelimo
locˇiti sobe in hodnike med sabo, ter zˇelimo informacijo, katere sobe
in hodniki formirajo dolocˇeno stavbo, ima vsaka soba ter hodnik svoje
stanje.
Zapis ki ga bomo uporabili, bo definiral prostor iskanja oz. rasti za nasˇe
algoritme. Predstavimo ga z tridimenzionalno matriko MxAxB, kjer je M
sˇtevilo nadstropij, A sˇirina ter B viˇsina. Vsaka celica matrike vsebuje vre-
dnost, ki predstavlja stanje. ( 0 - nedostopen prostor, 1 - zid, 2 - ulica, 3 -
soba1, 4 - soba2, 5 - hodnik1, itd.) Poleg matrike za popolen prikaz potre-
bujemo tudi listo stanj celic, ki tvorijo stavbo. (Stavba1 - 3, Stavba2 - 3,4,
itd.).
5.2 Analiza sestavnih delov
Socˇasno generiranje celotnega prostora ter vseh elementov v prostoru pri po-
goju da bo nivo igralen, z vsakim zagonom uspesˇno ustvarjen ter vizualno
zadovoljiv je prakticˇno nemogocˇ problem. Seveda pa lahko problem razbi-
jemo na manjˇse obvladljive probleme ter izvedemo proceduralno generiranje
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po nivojih. Zacˇeli bomo z praznim prostorom ter z vsakim nivojem generi-
ranja dobili nov prostor, ki ga bomo preiskovali oz. po njem rastli (naslednji
nivo generiranja). Zaradi odvisnosti med posameznimi nivoji moramo za-
poredje generiranja previdno dolocˇiti. Vidimo, da obstajajo odvisnosti med
oblikami stavb, ulic in obliko prostora, ki ga omejuje zid, ter med oblikami
sob, hodnikov in oblikami stavb. Poglejmo si kaj pricˇakujemo od oblik posa-
meznih elementov.
Prostor stavb in ulic, ki ga omejuje zid
Za ta prostor ne moremo recˇi prav veliko. Variacij je ogromno, edina
omejitev je, da mora biti povezan. Lahko bi zahtevali neko mero kon-
veksnosti. Za samo obliko, preden je poseljena z stavbami, ne moremo
recˇi ali je korektna ali nekorektna zato lahko generiranje zidu uvrstimo
v koncˇne nivoje generiranja celotne cˇetrti.
Stavbe
Za razliko od prostora, ki ga omejuje zid, imamo za obliko stavbe vecˇ
norm in pricˇakovanj, kar mocˇno zmanjˇsa sˇtevilo korektnih variacij. Da
obliko prepoznamo kot stavbo morajo bit dimenzije le-te v dolocˇenih
mejah, prostor mora biti povezan, sama oblika pa ne sme imeti hodniku
podobnih izrastkov (serije celic z natanko dvema sosednima celicama
enakem stanju). Ker delamo na dvodimenzionalni mrezˇi si lahko obliko
stavbe predstavljamo kot pravokotnik kateremu odrezˇemo vecˇ manjˇsih
pravokotnikov. Minimalno in maksimalno sˇtevilo odrezanih pravoko-
tnikov sta prav tako nastavljiva parametra pri generiranju. Generiranje
obilke stavbe predstavlja lazˇji in resˇljiv problem v primerjavi z gene-
rianjem prostora, ki ga omejuje zid, vendar je, zaradi sˇe vedno sˇiroke
mnozˇice variacij, netrivialen. Ker je oblika stavbe v odvisnosti z obliko
prostora, ki ga omejuje zid, kot tudi z oblikami sob, ki jo polnijo, je
generiranje le-te primerno izvesti v zacˇetnih nivojih generiranja cˇetrti.
Sobe
Veliko bolj dolocˇljive oblike. V primerjavi s stavbami so te oblike bolj
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enostavne. Predstavljamo si jih lahko na enak nacˇin kot pri stavbah,
maksimalno sˇtevilo odrezanih pravokotnikov pa je manjˇse, kot tudi
same dimenzije sobe in tako je sˇtevilo variacij manjˇse kot pri sobah. Ker
je oblika sobe v odvisnosti z obliko stavbe in je od vseh elementov ena
bolj prepoznavnih oblik, generiranje le teh uvrstimo v zacˇetne nivoje
generiranja cˇetrti.
Hodniki, ulice
Zelo, mogocˇe najbolj, prepoznavne oblike zaradi unikatnih lastnosti.
Mnozˇica variacij je ogromna, omejitve pa manjˇse kot pri prostoru, ki
ga omejuje zid. Generiranje ulic in hodnikov predcˇasno bi bilo zelo
tezˇko, cˇe ne nemogocˇe. Ulice se lahko prekrivajo, hodniki pa v manjˇsih
stavbah vcˇasih niso potrebni. Ker so mocˇno odvisni od oblike sob in
stavb je primerno generiranje teh uvrstiti v koncˇne nivoje generiranja
cˇetrti.
5.3 Generiranje
Pri generiranju mestne cˇetrti bomo sledili naslednjem zaporedju:
1. Generiranje sob
2. Generiranje stavb
3. Zapolnitev stavb sobami ter dodajanje hodnikov
4. Grucˇenje stavb v gosto formacijo z dodajanjem ulic
5. Definiranje zidu, ki omejuje cˇetrt
5.3.1 Generiranje sob
Oblika sobe, kot smo omenili, je precej prepoznavna oblika. Cˇe si obliko sobe
predstavljamo kot pravokotnik kateremu odrezˇemo vecˇ manjˇsih, lahko zanjo
postavimo par omejitev pri generiranju. Oblika sobe bo prepoznavna za
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sˇtevilo odrezanih pravokotnikov med minimalno 0 in maksimalno 3. Oblike,
ki prekoracˇijo omejitve imajo precej kompleksno obliko, ki sicer morda vizu-
alno deluje lepo vendar prevecˇ odstopa od nasˇih pricˇakovanj. Poleg sˇtevila
izrezanih pravokotnikov so v primerjavi s stavbami manjˇse tudi same dimen-
zije sobe. Recˇemo lahko, da delamo z enostavnimi oblikami, katerih variacij
ne bo prav veliko. Uposˇtevati moramo seveda simetrijo in rotacije, da se
izognemu ponavljanju oblik. Najenostavnejˇsi nacˇin za generiranje teh eno-
stavnih oblik je, da razlicˇnim zacˇetnim pravokotnikom, primernih dimenzij,
odrezˇemo manjˇse pravokotnike v enem, dveh ali treh od njegovih kotov. Glej
sliko 5.1. Lahko bi rezali tudi v cˇetrtem kotu ali celo po robovih vendar se
bomo temu, zaradi predhodno navedenih omejitev pri pricˇakovanjih, izognili.
Rezultat je velika mnozˇica primernih in enostavnih kot tudi v vecˇini vizualno
zanimivih sob. Za zagotovilo korektnosti oblik sob uporabimo na koncu sˇe
evaluacijske funkcije, s katerimi odstranimo nedovoljene oblike na podlagi
nabora pravil.
Psevdo koda generiranja oblik sob:
1. Za vsako dimenzijo prostora med minimalno in maksimalno:
2. Za vsako sˇtevilo odrezanih pravokotnikov med 0 in 3:
3. Za vsako dimenzijo odrezanih pravokotnikov med minimalno in maksi-
malno:
4. Za vse mozˇne razporeditve odrezanih pravokotnikov po kotih prvotnega
pravokotnika:
5. Zacˇetnemu pravokotniku odrezˇemo manjˇse pravokotnike in ga shranimo
v mnozˇico resˇitev
Algoritem za generiranje oblik sob uporablja naslednje parametre za nad-
zor procesa generiranja:
• Maksimalne in minimalne dimenzije prostora
• Maksimalno in minimalno sˇtevilo odrezanih pravokotnikov
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• Maksimalne in minimalne dimenzije odrezanih pravokotnikov
• Dovoljene pozicije odrezanih pravokotnikov
• Evaluacijske funkcije
Slika 5.1: Prikaz rezanja pravokotnika dimenzij 3x4. Slika 1 prikazuje rezanje
posameznega pravokotnika, Slika 2 pa rezanje treh. Cˇrne celice oznacˇujejo
kot v katerem rezˇemo, temno modre pa prostor, ki ga izrezan pravokotnik
lahko pokriva.
Slika 5.2: Del mnozˇice generiranih oblik sob.
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5.3.2 Generiranje stavb
Stavbe so veliko vecˇjih dimenzij kot sobe, saj jih le-te polnilo, zato pricˇakujemo,
da bodo stavbe priblizˇno tri do petkrat vecˇje od sob, kar bi pri istih ome-
jitvah pripeljalo do le malo vecˇje generirane mnozˇice oblik. Temu pa ni
tako, saj obliko omejujejo drugacˇna pravila. V primerjavi s sobami je oblika
stavbe lahko bolj kompleksna. Cˇe si obliko predstavljamo kot smo si jo pri
sobah, lahko zanjo postavimo nove omejitve. Medtem, ko smo sobam pustili
najbolj enostavne oblike, sedaj tega nocˇemo. Poleg tega pa nas ne omejuje
maksimalna mera kompleksnosti oblike zato lahko omejitev maksimalnega
sˇtevila odrezanih pravokotnikov odstranimo. Popolnoma pravokotna oblika
stavbe je dolgocˇasna, minimalno sˇtevilo odrezanih pravokotnikov zato mo-
ramo povecˇati. Recˇemo lahko, da zˇelimo bolj organski izgled kot pri sobah.
Vprasˇanje, ki sledi je, kako dosecˇi zˇeljen rezultat. Problema bi se lahko
lotili z enakim pristopom, kot pri generiranju sob vendar problem zaradi
manjˇsih omejitev pri generiranju postane obsˇirnejˇsi, sam rezultat algoritma
pa so preenostavne, nezanimive oblike. Ker zˇelimo bolj organski izgled lahko
problem poskusimo resˇiti z celicˇnimi avtomati, saj so nadvse primerni za
generiranje bolj organskih oblik kot je npr. sistem jam. Glej sliko 5.3.
Slika 5.3: Rezultat celicˇnega avtomata na mrezˇi 60x60 po sedmih iteracijah.
Algoritem celicˇnega avtomata izvedemo na prostoru stavbi primernih di-
menzij, s cˇimer ustvarimo posamezno sobo organske oblike. Seveda pa nad
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algoritmom zˇelimo malce vecˇ nadzora. Prav tako kot pri celotni cˇetrti lahko
na podlagi istih lastnosti ocenjujemo obliko stavbe. (Cˇas potovanja, razda-
lje med sobami, ipd.) Rezultat, ki ga zˇelimo je povezan prostor, do neke
mere centraliziran okoli neke tocˇke. (S tem iz mnozˇice resˇitev odstranimo
npr. podolgovate ozke stavbe) Kot nov faktor nadzora, dodamo algoritmu
poleg nabora parametorv, ki jih potrebuje celicˇni avtomat, filtre rasti. Te
si lahko predstavljamo kot dvodimenzionalno mrezˇno dodatnih cen rojstva
nove polne celice na dolocˇeni poziciji v prostoru. Da lahko zagotovimo, da
bo rezultat algoritma korektne oblike dodamo sˇe testiranje z evaluacijskimi
funkcijami, ki v primeru izrojene oblike, le-to zavrzˇejo.
Psevdo koda iteracije celicˇnega avtomata z filtri rasti:
1. Za vsako celico (na poziciji [i][j]):
2. Cˇe je sˇtevilo polnih celic v soseski > (T = 4) + vrednost filtra na
poziciji [i][j].
3. Celica postane polna.
4. Sicer:
5. Celica postane prazna.
Algoritem za generiranje oblik stavb uporablja naslednje parametre za
nadzor procesa generiranja:
• Maksimalna in minimalna dimenzija prostora
• Odstotek skalnih celic (nedostopno obmocˇje)
• Sˇtevilo iteracij celicˇnega avtomata
• Mejna vrednost soseske za rojstvo skale (T = 5)
• Sˇtevilo celic v soseski
• Filtri rasti
• Evaluacijske funkcije
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Slika 5.4: Primer filtra rasti.
Slika 5.5: Rezultat nasˇega algoritma. 81 zaporednih generiranj oblik stavb.
5.3.3 Zapolnitev stavb z sobami
Generiranje stavb je skoraj koncˇano. Sedaj moramo generirane oblike stavb
zapolniti z ustvarjeno mnozˇico sob. Problem, ki ga moramo resˇiti je problem
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pokrivanja plosˇcˇic. Resˇimo ga lahko z preiskovalnim algoritmom, katerega
mnozˇica potencialnih resˇitev je skupina sob postavljenih v stavbo. Jedro
algoritma je rekurzivna metoda, ki hrani informacijo o zapolnitvi prostora v
dolocˇeni iteraciji. Metoda nakljucˇno izbere plosˇcˇico, v nasˇem primeru obliko
nakljucˇne sobe, jo postavi na dolocˇeno mesto v prostor stavbe ter klicˇe samo
sebe (nova iteracija). Koncˇni pogoj oziroma pogoj pri katerem se iteriranje
ustavi, je skupina evaluacijskih funkcij. Te funkcije preverjajo, cˇe je prostor
stavbe zapolnjen in ali obstaja v prostoru stavbe zakljucˇen prostor, pre-
majhen za obstojecˇe plosˇcˇice, kar zagotavlja konec iteranja. Za vecˇji nadzor
nad procesom generiranja dodamo plosˇcˇicam, s katerimi zapolnjujemo, infor-
macijo o sˇtevilu uporab, s cˇimer lahko odstranimo rezultate, kjer je stavba
zapolnjena s premalo unikatnimi oblikami sob. Za vecˇjo verjetnost uspesˇne
zapolnitve lahko evaluacijski funkciji, ki preverja ali je soba zapolnjena, do-
damo parameter, ki dopusˇcˇa dolocˇeno sˇtevilo nezapolnjenih celic. Te celice
lahko algoritmi, ki bodo enkrat polnili sobo s predmeti, prepoznajo kot npr.
shrambo ali pa npr. mozˇnost za dodajanje skrivnih prostorov, kar doda
novo dimenzijo v igralcˇevi izkusˇnji. Zaradi obsezˇnega prostora potencialnih
resˇitev preiskovalnega algoritma in ker ne moremo zagotoviti, da za dano
stavbo obstaja resˇitev, moramo biti pozorni na cˇas teka algoritma. Prei-
skovanje prostora resˇitev za posamezno stavbo lahko cˇasovno omejimo. V
primeru, da resˇitve za dan prostor ne najdemo ali se dan cˇas iztecˇe, mora
algoritem zaprositi za novo obliko stavbe, ter poskusiti ponovno. Za algori-
tem pri nasˇih parametrih se izkazˇe, da je sˇtevilo problemov (stavb z naborom
sob) pri katerih resˇitev ne obstaja, izredno majhna zato algoritem zelo hitro
generira zapolnjeno stavbo. Kratek tek algoritma na poti do resˇitve je sicer
prirocˇna lastnost, za nas pa ni najpomembnejˇsa, saj ne generiramo v cˇasu
teka igre, ki bo rezultat prikazovala.
Psevdo koda rekurzivne metode: (Metoda drzˇi informacijo o zapolnitvi
prostora v dolocˇeni iteraciji)
1. Evaluacijske funkcije preverijo ali je koncˇni pogoj izpolnjen
2. Za vsako izmed plosˇcˇic (oblike sob), katere sˇtevilo uporab je manjˇse od
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omejitve:
3. Za vsako izmed rotacij plosˇcˇice:
4. V prostor na dolocˇeno mesto polozˇimo plosˇcˇico in povecˇamo njen sˇtevec
uporab
5. Rekurzivni klic metode z novo zapolnjenim prostorom
Slika 5.6: Resˇevanje problema polaganja plosˇcˇic. Slika prikazuje primer po-
teka preiskovanja.
Slika 5.7: Primer nenaravno porazdeljenih sob znotraj vecˇje stavbe.
Hitro opazimo, da pri stavbah vecˇjih dimenzij dobimo rezultat v katerem
je razporeditev sob zaradi pomankanja hodnika precej nenaravna, velikokrat
pa se v sredini stavbe pojavi soba, ki meji na vecˇje sˇtevilo sosednjih sob kot
ostale sobe. Veliko bolj korekten rezultat bi dobili, cˇe bi dana soba ustrezala
pricˇakovani obliki hodnika. Resˇevanje problema s pokrivanjem plosˇcˇic sob,
katerim bi sedaj dodali vse mozˇne oblike hodnika, je precej “slep” pristop,
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zato bi bilo primerno poiskati alternativo. V tem delu bomo problem resˇili
z algoritmom, ki prepozna robne celice stavbe, tam ustvari predsobo, nato
oceni lokacije celic, kjer bi stala osrednja, prej omenjena “hodnik” soba,
in nato preiskuje po prostoru mozˇnih povezav v obliki hodnika, med tema
skupinama celic. Glej sliko 5.8. Algoritem nato v stavbi z dodanim hodnikom
resˇi problem pokrivanja plosˇcˇic in ga tako napolni z sobami.
Slika 5.8: Slika 1 prikazuje osnovo za generiranje hodnikov in predsob. Roza
obarvane celice oznacˇujejo robne celice, kjer lahko postavimo predsobo. Sivo
obarvane oznacˇujejo predsobo, svetlo modre oznacˇujejo celice sredinske “ho-
dnik” sobe, vijolicˇne pa dve izbrani celici, ki jih bo generiran hodnik pove-
zoval. Slike 2, 3 in 4 prikazujejo uspesˇno generiran hodnik.
Algoritem potrebuje:
• Mnozˇico plosˇcˇic (mnozˇica oblik sob)
• Prostor, ki ga zapolnjuje (oblika stavbe)
Algoritem za polnjenje stavb s sobami uporablja naslednje elemente za
nadzor procesa:
• Minimalna dimenzija stavbe, ki ji dodamo hodnik
• Evaluacijske funkcije za preverjanje koncˇnega pogoja
• Maksimalno sˇtevilo uporab posamezne sobe
• Maksimalno sˇtevilo nezapolnjenih celic
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Slika 5.9: Razultat algoritma za pokrivanje plosˇcˇic. S sobami napolnjena
stavba.
5.3.4 Grucˇenje stavb v gosto formacijo
Do sedaj smo ustvarili mnozˇico, z sobami napolnjenih sob, ki jih moramo
sedaj urediti v formacijo mestne cˇetrti. Lahko bi najprej generirali obliko
mestne cˇetrti in nato resˇevali problem polaganja plosˇcˇic (tokrat oblik generi-
ranih stavb) vendar taksˇen pristop zaradi veliko vecˇjega prostora potencialnih
resˇitev ni optimalen. Ob analizi sestavnih delov meste cˇetrti smo ugotovili,
da je bolje stavbe najprej grucˇiti z dodajanjem ulic in kasneje definirati zid,
ki omejuje prostor mestne cˇetrti. Zˇe pri analizi hodnikov v stavbah smo
ugotovili, da bi bilo generiranje ulic vnaprej precej zamudno, za razliko od
hodnikov pa so ulice sˇe veliko manj omejene z pricˇakovano predstavo (saj
so razsˇiritve ulic, oz. prostora med stavbami nekaj veliko bolj naravnega)
zato bomo problem ulic resˇili drugacˇe. Pri grucˇenju stavb lahko uposˇtevamo
pravilo, da se stavbi ne smeta stikati, in tako ustvarimo prostor med njima.
Tako ustvarjen prostor tretiramo kot prostor ulic. Nastali problem bi lahko
resˇili z resˇevanjem problema grucˇenja krogov (“Circle Packing Porblem”),
kjer mnozˇico krogov grucˇimo v cˇimbolj gosto formacijo. Doticˇni problem je
mocˇno raziskovana tema geometrije in zanj obstaja vrsta algoritmov, ki ga
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resˇujejo. Osnovna oblika algoritma je prikazana v psevdo kodi spodaj.
Psevdo koda algoritma za grucˇenje krogov:
1. Zacˇnemo z nakljucˇno porazdeljenimi krogi v prostoru.
2. Optimiziramo te pozicije tako, da se krogi med seboj ne prekrivajo, z
vecˇanjem razdalje med krogi, ki se prekrivajo in manjˇsanjem razdalje
med ostalimi.
3. Izvedemo izboljˇsevalno akcijo (npr. zamenjamo pozicije dveh krogov
pri katerih pricˇakujemo, da bo priˇslo do izboljˇsave).
4. Vrnemo se v korak 2. Iteracija se zakljucˇi ko dosezˇemo maksimalno
dovoljeno sˇtevilo iteracij oz. algoritem ne najde vecˇ izboljˇsevalne akcije.
Problem je iz matematicˇnega vidika zelo obsˇiren in iskanje izboljˇsevalne
akcije je tezˇavna naloga. Poskusimo izvesti dani algoritem, brez iskanja iz-
boljˇsevalne akcije. Glej sliko 5.10.
Slika 5.10: Rezultat algoritma za grucˇenje krogov brez izboljˇsevalnih akcij.
Hitro vidimo, da je taksˇna izvedba algoritma pomankljiva. Brez komple-
ksne izboljˇsevalne akcije algoritem povzrocˇi prevelike anomalije v strukturi
cˇetrti. Lahko bi poskusili poiskati primerno izboljˇsevalno akcijo, vendar se-
veda obstajajo alternativne poti. Opozoriti je potrebno, da v nasˇem primeru
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delamo s sˇahovnico celic in je tako zaloga vrednosti za lokacije stavb diskre-
tna in ne zvezna. Pri konstruiranju algoritma je primerno, da to prednost
vzamemo v posˇtev. Poleg tega je velika pomankljivost pri resˇevanju problema
grucˇenja krogov dejstvo, da z uporabo ocˇrtanega kroga izgubimo informacijo
o obliki cˇrte (zidu), ki stavbo omejuje. Problem bomo v tem delu resˇili z
rastocˇim algoritmom, pri katerem zacˇnemo z praznim prostorom v katerega
sredino, postavimo nakljucˇno stavbo. Algoritem nadaljuje tako, da v prostor
doda novo nakljucˇno stavbo. Postavi jo nad zˇe postavljeno formacijo stavb,
na vse pozicije, v katerih bi pri premiku navzdol le-ta trcˇila z ostalimi, in
jo nato pomika navzdol v zadnjo pozicijo, kjer se stavbe sˇe ne stikajo, kar
tretiramo kot novo formacijo. Tako formiramo ulico med stavbama. Po-
stopek se ponovi za vse sˇtiri smeri (gor, dol, levo in desno) in nato mnozˇico
resˇitev ocenijo evaluacijske funkcije (velikost ocˇrtanega pravokotnika, velikost
ocˇrtanega kroga, sesˇtevek razdalj med celicami vseh sob, ipd.). Po izbiri naj-
boljˇse resˇitve se postopek ponavlja dokler v prostor ne dodamo vseh stavb.
Tako formiramo gosto formacijo stavb med katerimi se prepletajo ulice. Po-
stopek bi lahko izboljˇsali z nenakljucˇnim, intelegentnim izbiranjem zaporedja
dodanih sob. Psevdo koda algoritma je spodaj.
Psevdo koda algoritma diskretne rasti:
1. V center prostora postavimo prvo stavbo
2. V prostor dodamo novo stavbo na vse pozicije okoli obstojecˇe formacije
tako, da je nova stavba za 1 celico odmaknjena od formacije
3. Z evaluacijskimi funkcijami ocenimo vse nastale pozicije ter izberemo
najugodnejˇso
4. Nastalo formacijo pomaknemo na sredino prostora
5. Cˇe nismo dodali vseh stavb se vrnemo v korak 2
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Slika 5.11: Rezukltat algoritma diskretne rasti.
5.3.5 Definiranje zidu
Po vseh problemih, ki smo jih resˇili do sedaj, bi moralo biti definiranje zidu,
ki omejuje cˇetrt, preprosta naloga. V prostoru imamo postavljene stavbe
okoli katerih moramo “zarisati” zid. Problema se lotimo z zavedanjem, da so
stavbe zgrucˇane z razmikom ene celice. Najenostavnejˇsa resˇitev bi bil naj-
manjˇsi ocˇrtan krog ali pravokotnik, vendar je ta za nasˇe namene neprimerna.
Malce kompleksnejˇsa resˇitev bi dosegli z zˇarki, s katerimi bi “svetili” po vseh
stolpcih mrezˇe prostora od zgoraj in spodaj, ter po vseh vrsticah iz leve in
desne. Zˇarek se ustavi, ko trcˇi ob stavbo. Celice, ki jih zˇarek obsvetli bi
tretirali kot nedostopen prostor. Vse celice nedostopnega prostora, ki mejijo
na celice stavb pa bi tako formirale zid. Problem tega pristopa je, da lahko
zˇarek prodre globoko v formacijo stavb in povzrocˇi anomalijo (sˇkodi pove-
zljivosti, razdvoji cˇetrt, ipd.). Lahko bi poiskali nabor pravil za zˇarke, ki
bi se taksˇnim anomalijam izognil, vendar obstajajo bolj optimalni pristopi.
V analizi celicˇnih avtomatov in pri njihovi uporabi pri generiranju sob smo
ugotovili, da se pri pravih pogojih forma polnih celic sˇiri. Glej sliko 5.12.
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Slika 5.12: Primer rasti forme skozi iteracije celicˇnega avtomata. Stopnje
iteriranja so prikazane z leve proti desni. Prikazan primer je pod vplivom
filtra rasti.
To lastnost lahko tukaj uporabimo v nasˇ prid in tako zelo efektivno resˇimo
problem. Lotimo se tako, da stavb ustvarimo okvir polnih celic okoli mnozˇice
stavb, ter pustimo, da celicˇni avtomat iterira dokler polne celice ne objamejo
formacije stavb. Nabor pravil celicˇnega avtomata nastavimo tako, da se
formacija sˇiri v vse smeri razen v tunele sˇirine dva ali manj. Glej sliko 5.13.
Slika 5.13: Prikaz maksimalne rasti forme z iteriranjem celicˇnega avtomata,
v odprtine sˇirine 1 in 2. Modro obarvane celice predstavljajo stavbe, cˇrno
obarvane nedosegljiv prostor (to so celice forme, ki raste), sivo obarvane pa
ulice.
Psevdo koda algoritma:
1. Formaciji stavb ocˇrtamo pravokotnik.
2. Pravokotnik povecˇamo za 3 v vse smeri.
3. Prostor izven pravokotnika napolnimo z polnimi celicami (nedostopen
prostor).
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4. Celicˇni avtomat iterira dokler nova iteracija sˇe dela spremembe.
Slika 5.14: Uspesˇno generirano obmocˇje nedosegljivih celic, ki omejujejo pro-
stor premikanja.
Dobljena resˇitev je rezultat celotnega algoritma generiranja mestne cˇetrti.
Dosegli smo visoko stopnjo pozidane povrsˇine, visoko stopnjo povezanosti ter
organski izgled. Mnozˇica mozˇnih resˇitev je ogromna, saj rezultati med sabo
mocˇno varirajo, definirali pa smo sˇtevilne parametre s katerimi lahko proces
generiranja nadziramo in spreminjamo. Kljub temu ustvarjena cˇetrt ne daje
obcˇutka, da je bila zgrajena s pomocˇjo proceduralnega algoritma, njen videz
pa je zadovoljiv.
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Slika 5.15: Koncˇen rezultat celotnega algoritma za generiranje arhitekture
mestnih cˇetrti. Vsaka vrstica prikazuje, pritlicˇje (levo), prvo (sredina) in
drugo (desno) nadstropje cˇetrti.
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Slika 5.16: Koncˇen rezultat celotnega algoritma za generiranje arhitekture
mestnih cˇetrti. Vsaka vrstica prikazuje pritlicˇje (levo), prvo (sredina) in
drugo (desno) nadstropje cˇetrti.
Poglavje 6
Zakljucˇek
Pokazali smo, da je proceduralno generiranje vsebin izvedljiv pristop. Cˇe
analiziramo sestavne dele forme in razbijemo problem v manjˇse kose, ga
lahko primerno priredimo nasˇim zmozˇnostim in razpolozˇljivim sredstvom.
Vsekakor lahko na ta nacˇin ob sodelovanju z umetnikom dosezˇemo veliko
vecˇ, kot bi lahko v tem cˇasu ustvaril umetnik sam.
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