The behaviour of each kind of genetic part can be specified with rules, examples of which are given below. Fundamentally these rules operate on representations of DNA, RNA and proteins. Since each part can be linearly adjacent to others, there must be sites to stand for this linkage. These will be called us and ds for "upstream" and "downstream" respectively.
any of the features that motivated our choice of agent representation, but does already show the "don't care, don't write" way of the KaSim dialect of Kappa: those sites that are not necessary for the operation of the rule do not appear. This brevity is a great boon.
An unbinding rule of the same form exists for each DNA part. Particularly significant among these is the unbinding of a protein from an operator.
Binding Rules with Context
The simplest kind of binding rule is just the same as unbinding with the direction of the arrow reversed. Such rules appear for the initiation of translation -the binding of a ribosome onto a ribosome binding site -as well as for the activation of an operator. These are not reproduced here. Instead, we consider binding rules with context, as in Figure 4 . The explicit context, with the operator adjacent to the promoter being bound to a protein, or not, allows for the modelling of inducible or repressible promoter architectures. The transcription process begins with the binding of RNA polymerase and the rate at which this happens depends on the state of the operators as illustrated in Figure 4 . This is the simple case with only one operator but there is no restriction on the number of operators; we allow for upstream and downstream context of arbitrary size.
This example is illustrative in that rules are posed in terms of a "main" part that becomes bound or unbound and in principle it is possible to provide arbitrary amounts of context for any rule. This is supported by the low-level language here, but however it is only implemented in the compiler for the particular family of rules depicted in Figure 4 , the activation of promoters through the binding of RNA polymerase. This is sufficient for models involving complex promoter architectures, but an extension allowing for context everywhere is not difficult.
Sliding Rules
A somewhat more complicated sliding rule than the one presented in the Output Representation section of the main text is used to implement transcription, as shown in Figure 5 .
This shares the feature of the translation rule above where there is a part that is central to this rule, part X, and there is an adjacent part whose type does not matter. Here, the RNA Figure 5 : Transcription, production of an RNA sequence from DNA polymerase starts off bound to the adjacent DNA part, whose type does not matter and so is not specified, and slides onto the central part of type X. In the process, an RNA part of type X is inserted into the growing chain.
Other rules are necessary, of course. The rule in Figure 5 , for example, cannot operate without a piece RNA bound to the polymerase. Chains of RNA cannot be produced before the first link has been added. The rule that does that is exactly analogous to that of Figure   8 in the main text. And similarly in the other direction, there is a rule to produce protein chains where a protein already exists and a coding sequence is slid across. This is almost identical to making an RNA chain. All of the other core rules are simply variations on those given above. gcc:next a gcc:Token ; s kos:pref Label " next " . g c c : t r a n s c r i p t i o n F a c t o r a gcc:Token ; skos:prefLa bel " t r a n s c r i p t i o n F a c t o r " ; gcc:default 1.0. g c c : t r a n s c r i p t i o n F a c t o r B i n d i n g R a t e a gcc:Token ; skos:prefLa bel " t r a n s c r i p t i o n F a c t o r B i n d i n g R a t e " ; gcc:default 1.0. g c c : t r a n s c r i p t i o n F a c t o r U n b i n d i n g R a t e a gcc:Token ; skos:prefLa bel " t r a n s c r i p t i o n F a c t o r U n b i n d i n g R a t e " ; gcc:default 1.0. g c c : t r a n s c r i p t i o n I n i t i a t i o n R a t e a gcc:Token ; skos:prefLa bel " t r a n s c r i p t i o n I n i t i a t i o n R a t e " ; gcc:default 1.0. g c c : t r a n s c r i p t i o n E l o n g a t i o n R a t e a gcc:Token ; skos:prefLa bel " t r a n s c r i p t i o n E l o n g a t i o n R a t e " ; gcc:default 1.0. g c c : t r a n s l a t i o n E l o n g a t i o n R a t e a gcc:Token ; skos:prefLa bel " t r a n s l a t i o n E l o n g a t i o n R a t e " ; gcc:default 1.0. :R0010o a gcc:Operator ; rdfs:label " LacI activated operator " ; gcc:part " R0010o " ; g c c : t r a n s c r i p t i o n F a c t o r :P0010 ; g c c : t r a n s c r i p t i o n F a c t o r B i n d i n g R a t e 0.01; g c c : t r a n s c r i p t i o n F a c t o r U n b i n d i n g R a t e 0.01.
The Genetic Circuit Compiler Language

