ABSTRACT In ad hoc networks that allow devices to dynamically configure networks via wireless communication, a secure routing protocol is a technology that guarantees the validity of routing with the use of cryptographic authentication. The secure DSR with ID-based sequential aggregate signatures (ISDSR) is a recently introduced secure routing protocol with ''cryptographically compact chain,'' where each device signs both the routing information and signatures generated by the previous device without increasing the size of signatures and the ID information propagated via packets can be utilized as a public key. However, ISDSR requires communication with a centralized key generation center (KGC), and thus a new device may experience difficulties in joining the protocol. Moreover, the implementation results of ISDSR have not been presented. In this work, we present ISDSR+, a new secure routing protocol without a centralized KGC that uses distributed key generation and the conventional features of ISDSR. ISDSR+ relies on a novel signature scheme where any node can receive a secret key as long as the number of available KGCs is more than a certain threshold. In other words, even if several KGCs are unavailable, the remaining available KGCs can still provide secret keys. We furthermore show promising results of ISDSR+ via a prototype implementation on Raspberry Pis. The results show the computational time of 0.1 s for both the secret key generation and the round trip time (RTT) of routing information under reasonable settings. The RTT of ISDSR+ is better than that of a naive secure routing protocol with RSA signatures.
I. INTRODUCTION A. BACKGROUND
In ad hoc networks, devices such as smartphones and sensors dynamically configure networks in wireless communication without any fixed infrastructure. Therefore, mobile ad hoc networks offer many applications for important and emergency situations, e.g., infrastructure monitoring systems, such as railways [1] , landslide detection [2] , and underground coals [3] , and emergency communication systems during disasters [4] . Furthermore, unmanned aerial vehicles (UAVs) and their flying ad hoc networks (FANETs) have also attracted attention in the recent years [5] , [6] .
To communicate with a destination device outside its direct transmission area in an ad hoc network, a device exchanges
The associate editor coordinating the review of this manuscript and approving it for publication was Mohammad S. Khan. routing information with other devices via a routing protocol, such as AODV [7] and DSR [8] , and the packets are forwarded until they reach the destination device. In several protocols [7] , [8] , a routing information is a concatenation of device identifiers, such as IP address or device name, and a routing protocol requires each device to include its own identifier in the routing information it receives.
Despite its attractive advantages, an ad hoc network typically has weak security because it does not have a fixed infrastructure and it uses dynamic network configuration, i.e., decentralized setting. For example, an adversary can forward packets along another direction that does not lead to the correct destination or loop packets infinitely by manipulating routing information or injecting fake information. These threats are based on an attack against a routing protocol and can often cause serious problems [9] . Such attack can, for example, prevent the communication of a disaster-stricken user who wants to send an emergency call as soon as possible.
1) SECURE ROUTING PROTOCOLS
Secure routing protocols [10] - [12] prevent the attack described above by guaranteeing the validity of routing information with the use of cryptographic authentication schemes, such as digital signatures. The first secure routing protocol [10] was based on a key management protocol, while subsequent works [11] - [19] adopted digital signatures with public verifiability and non-repudiation. When devices exchange routing information, each device generates a digital signature for the routing information and then sends both the signature and the routing information. Then, another device that receives both the signature and the routing information can check the validity of these information by verifying the signature.
The main difficulty in constructing a secure routing protocol is guaranteeing both the security and efficiency, even in large-scale networks. In general, security and efficiency are traded off against each other. The validity of a whole routing information from a source to a destination should be guaranteed, but the introduction of an individual signature per node may decrease performance. Moreover, the security of a routing protocol may not be guaranteed when not all individual signatures from a source to a destination are sent. In several routing protocols [11] , [12] , digital signatures are exchanged on a part of a whole routing information in networks, but these protocols were later shown to be insecure [20] , [21] . However, trivially introducing all individual signatures along with routing information increases packet size in proportion to the number of nodes, and then a packet may be dropped because of its ballooning size. Therefore, the tradeoff between security and efficiency should be solved to design an adequate secure routing protocol.
2) OUR MOTIVATION
The secure DSR with ID-based sequential aggregate signatures (ISDSR) [22] has been proposed as a potential solution to the tradeoff problem described above. ISDSR can utilize ID information of each device as a public key, always keep a single short signature independent of the number of devices, and guarantee the whole routing information from any source to a destination. In comparison with other works [12] - [16] , [18] , [21] , [23] , ISDSR does not require either the linear size of signatures with respect to the number of hops or the use of public key certificates despite the inclusion of all signatures from a source to a destination. These advantages can be obtained with the use of a state-of-the-art cryptographic scheme named ID-based sequential aggregate signatures [24] .
However, ISDSR has two disadvantages. First, ISDSR requires a centralized key generation center (KGC) to generate a secret key for a requesting node. Even though ISDSR does not have a fixed infrastructure, a KGC is essentially identical to a fixed infrastructure that a device needs to communicate with to receive a secret key. This kind of communication may become a serious problem particularly during disaster situations, where a device of a user who wants to make an emergency call cannot join a protocol dynamically due to a loss of communication with the KGC. Second, implementation results of ISDSR with attractive advantages have never been presented. The effects of decreasing the number of individual signatures and their related information on the performance of the protocol have not been verified. In addition, there are no results that show how the use of state-of-the-art cryptographic schemes improves the performance of the protocol. In our previous work [25] , we implemented only the signing algorithm of ISDSR in Java, which greatly increased computational time for signature generation even more than the RSA signatures [26] utilized in the original secure routing protocols [11] , [12] with digital signatures. To deploy ISDSR, better results than the use of other existing works should be shown.
Unless these two weaknesses are solved, ISDSR remains incomplete as a secure routing protocol for ad hoc networks.
B. CONTRIBUTIONS
In this work, we present ISDSR+, a new secure routing protocol without a centralized KGC, and show its performance via prototype implementation on Raspberry Pis. ISDSR+ is based on a novel signature scheme that allows devices to obtain secret keys as long as the number of available KGCs is more than a certain threshold. The key generation capability of ISDSR+ can be setup in an arbitrary setting, i.e., the number of KGCs and the threshold number for the signature scheme can be chosen arbitrarily. Therefore, ISDSR+ can be considered as a secure routing protocol without any fixed infrastructure. Then, based on implementation results of experiments on Raspberry Pis, we confirm that the computational time of ISDSR+ is faster than that of an RSA-based secure routing protocol, which is a naive-butfast construction with liner communication costs. Raspberry Pi has been utilized as an actual device for executing ad hoc network protocols, i.e., ISDSR+ and the RSA-based protocol, in our performance evaluation, and thus the results can be used as indicators when an application on an ad hoc network adopts a secure routing protocol utilizing state-ofthe-art cryptographic schemes. We have also published our codes in GitHub (https://github.com/naotoyanai/isdsr_plus). The contributions of this work are presented in detail below.
1) ID-BASED SEQUENTIAL AGGREGATE SIGNATURES WITH DISTRIBUTED KEY GENERATION
The first contribution is the removal of a centralized KGC by extending the ID-based sequential aggregate signatures [24] with the introduction of distributed key generation. A device can receive a secret key as long as it can communicate with a number of KGCs more than a threshold designated in advance. In other words, even if several KGCs are unavailable, key generation can still be performed with the remaining accessible KGCs. We call this new scheme ID-based sequential aggregate signatures with distributed key generation (IBSAS-DKG). We also show the security analysis of the digital signature algorithm with distributed key generation in a formal proof (See Section IV for details).
2) PROTOTYPE IMPLEMENTATION
The second contribution is the evaluation of the performance of computational time as a round trip time (RTT) by implementing the signature algorithm of ISDSR+ in Java on Raspberry Pis. Our prototype utilizes the JPBC library 1 for the computation of elliptic curves and pairing functions. In comparison with our previous implementation [25] , the computational time of the signature algorithm of ISDSR+ is faster by more than 48 times by refactoring with the C language. For our distributed key generation, in the 10-out-of-100 setting, a pair of partial secret key and master public key for a KGC and a secret key for a user can be computed in approximately 330 milliseconds and 100 milliseconds, respectively. Meanwhile, the ISDSR+ has an RTT of 0.1 seconds, which is faster than the RSA-based protocol with RTT of 0.24 seconds. These results show that ISDSR+ can be effectively used in ad hoc networks under reasonable settings (See Section VI for details on our experiments and potential performance).
C. POTENTIAL APPLICATIONS
In addition to the possible application of ISDSR+ in infrastructure monitoring systems [1] - [4] described in Section I-A, it may also be used for securing FANETs. According to the latest survey by Oubbati et al. on FANETs [5] , FANETs are a special class of mobile ad hoc networks and routing protocols for FANETs are extensions of well-known routing protocols for ad hoc networks, such as the multipath doppler routing (MUDOR) [27] based on DSR and the ad hoc routing protocol for aeronautical MANETs (APRAM) [28] based on AODV. The security of these protocols can be improved by combining them with ISDSR+. Likewise, contents sharing or voice over IP services with UAVs, which are applications of MUDOR and APRAM according to the recent survey by Oubabati et al., are also expected to be potential applications of ISDSR+. The signature verification of ISDSR+ is slightly heavy, and thus we recommend its use in a situation where signatures are verified by only a destination device with powerful computational capability, e.g., a base station for FANETs (See Section VI and Section VII for details on the computational performance and application scenarios, respectively.)
D. PAPER ORGANIZATION
The rest of this paper is organized as follows. Related works are presented in Section II. The model for ISDSR+, research goals, and attack model are presented in Section III. The proposed signature scheme, i.e., IBSAS-DKG, and its deployment to ISDSR+ are discussed in Section IV. Prototype implementation of ISDSR+ is presented in Section V, and 1 http://gas.dia.unisa.it/projects/jpbc/ then experiments via the implementation are discussed in Section VI. Analysis and evaluation of ISDSR+ are discussed in Section VII. Finally, the conclusion and future direction are presented in Section VIII.
II. RELATED WORKS
In this section, we first describe related works about secure routing protocols. Then, we describe literature on digital signatures, distributed key generation, and security analysis of secure routing protocols.
A. SECURE ROUTING PROTOCOLS
The works by [14] , [16] , [29] are the closest to our work in terms of the use of signature schemes for multiple signers, where the size of signatures is independent of the number of signers. The motivations of these works are to decrease communication overheads and guarantee the whole routing information. However, they need public key infrastructure while our protocol can achieve infra-less setting. To the best of our knowledge, the first work that presented a secure routing protocol with an attractive cryptographic scheme was the paper in [13] . This protocol and its subsequent work [23] were based on ID-based cryptography [30] , which allows any user to utilize any string as a public key. Our protocol contains the advantages of these protocols in addition to the infra-less setting.
Some works presented non-crypto-based routing protocols [31] - [34] , but their motivation is the detection of invalid routes and not its prevention. In other words, non-cryptobased routing protocols may still contain risks when routing information is manipulated. Manipulation of routing information, even for a short period, is a serious problem during emergency situations, and thus we focus on secure routing protocols with digital signatures to fully prevent such manipulation.
As further related works to secure routing protocols, Ghosh and Datta [17] , [19] proposed addressing schemes with ID-based signatures [35] in a distributed setting, where each node can assign new nodes with IP address dynamically. Although nodes with secret keys in these protocols can dynamically assign with IP addresses, setup of initial nodes is not included. Our proposed protocol can specify the construction of any node with a secret key.
B. DIGITAL SIGNATURES
Among the existing digital signature schemes, schemes where signatures are combined into a single short signature without depending on the number of signers are called multisignature schemes [36] . Multi-signature schemes are classified into two types, i.e., the interactive type [37] - [40] , where signers interact with each other to generate a single signature, and the sequential type [24] , [41] , [42] , where signers generate a single signature from a signature-so-far without interaction. The sequential type is more suitable for secure routing protocols, which need signature chains to guarantee the validity of routing information received from nodes. VOLUME 7, 2019 ID-based schemes are more efficient than other schemes, and the sequential type in the ID-based cryptography, i.e., the scheme in [24] , is the most suitable scheme for secure routing protocols.
C. DISTRIBUTED KEY GENERATION
Distributed generation of secret keys is suitable for discretelog-based cryptosystems [43] and there are many such constructions [44] - [46] . The construction of our scheme is close to the threshold signatures proposed by Boldyreva [37] .
Related works on distributed key management protocols with ID-based cryptography for ad hot networks [47] - [52] have also been proposed. While ISDSR+ can provide the same capability of distributed key generation as that of the protocols in [47] - [49] , the protocols in [50] - [52] can provide key revocation and key update capabilities. Key revocation and key update capabilities can be introduced in ISDSR+ via extensions similar to the protocols in [50] - [52] .
D. PROVABLE SECURITY OF SECURE ROUTING PROTOCOLS
Buttyán and Vajda [53] defined a formal security model of ad hoc networks and their routing protocols and analyzed the security of several secure routing protocols [11] , [54] , [55] . The model by Buttyán and Vajda discussed the security against a single malicious node, and the security was extended by Ács [15] into a model with multiple malicious nodes. Their results show that a secure routing protocol is secure if the digital signature scheme utilized is secure. Kim and Tsudik [14] extended the results of Ács and presented a case utilizing a signature scheme for multiple signers. Our protocol-level security can be guaranteed via the Kim-Tsudik framework [14] although we omit the details due to space limitation.
III. ISDSR+
In this section, we describe a system model of ISDSR+. As described in Section I, ISDSR+ is an extension of the secure DSR with ID-based sequential aggregate signatures (ISDSR). In particular, we introduce distributed key generation in ISDSR+. ISDSR utilizes an ID-based sequential aggregate signature scheme [24] , where each user generates a single short signature by taking both messages to be signed and a signature-so-far as input and utilizes any string as its own public key to guarantee routing information sent via packets.
A. PROTOCOL OVERVIEW ISDSR+ consists of distributed key generation, secure route discovery, and secure route maintenance. Hereinafter, we assume that each node utilizes its own ID information, e.g., IP address or device name, as a public key. In the distributed key generation phase, each node first broadcasts key request packets (KREQ) including its own ID information to obtain a secret key. The secret key is computed by multiple KGCs that received the KREQ and then returned to the requesting node by key reply packets (KREP). A node communicates with only a single KGC, but the secret key is generated via interaction between multiple KGCs. In the secure route discovery phase, each node constructs a connection to a destination node by secure route request packets (SRREQ) and secure route reply packets (SRREP). In the secure route maintenance phase, the node finds a disconnection to the destination by secure route error packets (SRERR). In both the secure route discovery and the secure route maintenance phases, packets include signatures for routing information between a source and its destination. In ISDSR+, each node that receives these packets from neighbor nodes generates a signature on the received routing information and then adds the generated signature to the packet. We describe each phase in detail below.
1) DISTRIBUTED KEY GENERATION
A node in ISDSR+ needs to obtain a secret key to configure routes to a destination. A node first broadcasts KREQ to KGCs, and then any KGC that receives KREQ responds to the node by returning a global parameter and a master public key for a digital signature scheme. The node communicates with only the first KGC that replies, and this KGC interacts with other KGCs to generate a secret key for the node. Even if several KGCs are unavailable, the remaining KGCs can still generate a key. Finally, the KGC returns a secret key as KREP. From the point of view of a node that broadcasts KREQ, it can obtain a secret key as long as any one of the KGCs is within its direct transmission area. Figure 1 shows that the node ID A starts to request key generation to KGCs, and then KGC A responds with the KREQ. Figure 2 shows that KGCs start interacting with one another. Even though KGC D is unavailable, KGC A can generate a secret key with the remaining KGCs, i.e., KGC B and KGC C, and can return the generated secret key as KREP in Figure 3 .
2) SECURE ROUTE DISCOVERY
Each node that receives SRREQ adds its own identity in the received routing information and generates a signature for a signature algorithm. Then, the node broadcasts SRREQ including the signature. These steps are iterated until a destination node receives packets. The destination node then verifies a signature on SRREQ via a verification algorithm for the underlying signature scheme. If the verification returns True, the destination node generates SRREP by generating a signature on the routing information of SRREQ via the signature algorithm. This SRREP is forwarded to the source node of SRREQ along with the routing information. When the source node receives SRREP, the node verifies the received signature via the verification algorithm. If the verification returns True, the source node registers the given route in its memory.
Figures 4-9 show the procedures for establishing a route. Figures 4-6 show that node ID A starts to search for a route to the destination node ID D . In Figure 4 , the node ID A generates a signature σ ID A via Signing, attaches σ ID A to an SRREQ, VOLUME 7, 2019 and then broadcasts the SRREQ. In Figure 5 , the node ID B receives an SRREQ and generates a signature σ ID B containing σ ID A . In Figure 6 , the node ID C does the same process as the node ID B . After the node ID D receives a SRREQ from ID C , the node ID D verifies the received SRREQ. Figure 7 shows that the node ID D sends a SRREP to reply to the node ID A . The signature σ ID D is generated only by the node ID D . The node ID C forwards a received packet, as in Figure 8 . In Figure 9 , the node ID A receives a packet SRREP and verifies σ ID D via Verification.
3) SECURE ROUTE MAINTENANCE
When any node (we call such node ID for convenience) finds a disconnection to a neighbor on a route registered in its source node, ID sends secure route error packets (SRERR) including a signature generated via Signing to the source. The intermediate nodes between ID and the source generate a signature and forward SRERR when they receive the packets. The source node verifies the signature via Verification taking the IDs as public keys and removes the route if the verification returns True. Figure 11 .
B. REQUIREMENTS AND ASSUMPTIONS
We first discuss assumptions used in the proposed model. Networks include several KGCs. For example, in mobile ad hoc networks, base stations can function as KGCs while the nodes of a client cannot become KGCs. We also note that there is no restriction in the ratio of the number of KGCs and the number of nodes of a client in a network. Cryptographic parameters utilized in a digital signature scheme are shared to all KGCs in advance. Each device communicates with other devices wirelessly, and this communication is not encrypted except during an initial phase for generating secret keys.
We now define system requirements for ISDSR+ as follows:
• Unforgeability: An attacker cannot maliciously generate SRREQ, SRREP, and SRERR (We describe the details in the next paragraph).
• Compactness: The size of signatures for SRREQ, SRREP, and SRERR is fixed with respect to the number of hops. Moreover, device-dependent extra information should not be given in the packets.
• Completeness: All signatures (or their related information) have to be given in SRREQ, SRREP, and SRERR to guarantee the validity of routing information for any source and any destination.
• Availability: Any fixed infrastructure should not be used. Moreover, a key generation function should be available even if multiple KGCs become unavailable; unless the number of available KGCs is fewer than a threshold designated in advance. Unforgeability is the main requirement for secure routing protocols. ISDSR [22] satisfied Compactness, Completeness, and Unforgeability. In this work, we additionally introduce Availability as dynamic configuration of networks for ad hoc networks.
C. ATTACK MODEL
We define an attack model for ISDSR+. In this model, we try to prevent a forgery of routing information with signatures against the malicious forwarding of packets. To do this, we focus on two standpoints, i.e., SRREQ from a source is unforgeable and both SRREP and SRERR to a destination are unforgeable. We assume that a source is always honest since the main motivation of a secure routing protocol is to deliver packets from a source to a destination.
Our target adversary is an active attacker [55] . First, we assume the existence of secure channels between honest nodes and KGCs. Precisely, KGCs are fixed before the routing protocol is started, and a secure channel is required only by the closest KGC from a node that requests a secret key. Here, assume that the KGC that a node requests a 
secret key from has to be honest. 2 Then, the attacker can eavesdrop, inject, or modify all SRREQ, SRREP, and SRERR and their signatures for any target node adaptively. Moreover, the attacker can setup new nodes in networks, and it can compromise several KGCs. Here, the number of nodes (including KGCs) in a network is not restricted while the number of KGCs compromised by an attacker is assumed to be less than a threshold designated in advance 3 . The attacker then owns all secret keys of the compromised nodes, and it can share the keys among these nodes. The goal of the attacker is to spoof or tamper SRREQ, SRREP, and SRERR. Meanwhile, denial of service attacks and eavesdropping on data sent via the constructed routes are out of the scope of this work because our main target is routing.
Finally, we assume that the attacker is not capable of forging an ID-based sequential aggregate signature scheme with distributed key generation (IBSAS-DKG) described in the next section.
IV. IDENTITY-BASED SEQUENTIAL AGGREGATE SIGNATURES WITH DISTRIBUTED KEY GENERATION
In this section, we propose an ID-based sequential aggregate signature scheme with distributed key generation (IBSAS-DKG) scheme as a new building block of a secure routing protocol. This scheme does not require a centralized KGC but can keep a cryptographically compact chain, as presented in a previous ID-based sequential aggregate signature scheme [24] . We describe only the construction in Algorithms 1-5, and define syntax of IBSAS-DKG and its security in Appendix VIII-A and Appendix VIII-B, respectively. Hereinafter, we assume that each node has a unique index.
A. ALGORITHMS
In this scheme, we utilize bilinear maps and bilinear groups defined as follows. Let G and G T be groups with a common prime order p. A bilinear map e : G×G → G T is a map such that the following conditions hold:
for all U , V ∈ G and a, b ∈ Z * p , e(aU , bV ) = e(U , V ) ab ; for any generator P ∈ G, e(P, P) = 1 G T , 1 G T is an identity element over G T ; and 
there is an efficient algorithm that can compute e(U , V ) for any U , V ∈ G.
In this paper, we assume that a discrete logarithm problem (DLP) in G and G T is hard, and say that G is a bilinear group if all the conditions described above hold. We call the parameter (p, G, G T , e) a pairing parameter. Algorithm 1 generates a pairing parameter and hash functions {H i } i=1,...,3 as global parameters.
Algorithm 2 and Algorithm 3 are the algorithms for distributed key generation. Algorithm 2 is executed to set up 
, where i is an index of the node, and then computes values for other key generation nodes with their indexes, i.e., F i (j) and G i (j). By exchanging the values for those computed by the other nodes, each key generation node can obtain a pair of a partial secret key x i and a common master public key mpk. When a user creates a secret key, it sends its own ID information ID to available key generation nodes, i.e., nodes in a set , and receives partial information a 1,j H 1 (ID), a 2,j H 2 (ID) ∈ G 2 for the secret key for all j ∈ . If the user can receive partial information more than threshold t, it can obtain the secret key sk ID corresponding to the master public key mpk.
After receiving a secret key sk ID , a user ID can execute Algorithm 4 to generate signatures. In this algorithm, two random numbers (x, r) are generated and then results of their scalar multiplications, i.e., x ·P and r ·P, are added to the components (σ 2 , σ 3 ) of the given signature σ . Then, components related to the secret key and the random numbers are added to the component σ 1 . Their resulting signature σ = (σ 1 , σ 2 , σ 3 ) can be verified by features of a bilinear map in Algorithm 5.
We show the correctness, i.e., signatures can be verified correctly, in Appendix VIII-C. In addition, the security of the proposed IBSAS-DKG scheme can be proven via formal proofs, which are shown in Appendix VIII-D.
B. DEPLOYMENT OF IBSAS-DKG IN ISDSR+
In this section, we describe how the IBSAS-DKG scheme is deployed in ISDSR+.
First, Algorithm 1 and Algorithm 2 are executed preliminarily, i.e., outside of the routing protocol. When any node needs to obtain a secret key, it sends KREQ to the closest key generation node as a request for the secret key. Then, the key generation node starts Algorithm 3. As long as the key generation node can communicate with other key generation nodes more than threshold t, a secret key can be generated for the requesting node. The resulting secret key is returned to the requesting node as KREP. From the viewpoint of the requesting node, a secret key can always be obtained as long as at least one key generation node is accessible.
Next, SRREQ, SRREP, and SRERR are instantiated by trivially introducing Algorithm 4 in any node except for the use of a timestamp. In particular, when any node tries to discover a route to a destination, it generates a signature using Algorithm 4 with the given signature, where a message to be signed is a concatenation of the ID of a destination node, IDs of intermediate nodes, and a timestamp. The node then forwards the resulting signature instead of the given signature. When a node wants to confirm the validity for any given packet, it can execute Algorithm 5 with the ID list and the signature in that packet.
V. IMPLEMENTATION
In this section, we explain the implementation of three signature algorithms, i.e., Algorithms 1-5, the signature algorithm of ISDSR implemented in our previous paper [25] , and the RSA signature algorithm. In our previous paper [25] , we implemented the signing algorithm of ISDSR using the JPBC library, in which elliptic curves and pairing functions are written in Java. In this work, we use a PBC library 4 implemented in C language with a Java wrapper provided by JPBC to improve the computational time.
ISDSR+, ISDSR, and RSA-based signature algorithms are implemented in Java as the three applications below. APP ISDSR+−P is implemented with JPBC and uses a Java wrapper API for the PBC native library provided by JPBC. The wrapper plays the role of an interface between JPBC and PBC, and it enables APP ISDSR+−P to execute the computation of elliptic curves and pairing functions with the PBC library. Next, APP ISDSR−J is an implementation of the signature algorithm described in our previous paper [25] . Finally, APP RSA is an implementation for the RSA-based signature algorithm. This application is implemented in Java and its signing and verification functions are executed with the RSA algorithm API of the Java security package.
These three applications have four functions, i.e., signature generation, signature verification, packet management, and sending/receiving packets. The packet management function transforms an instance of a packet class to a byte array to send the packet class data as datagram packets or vice versa. Each application equips an instance of DatagramSocket class to send and to receive packets. Figure 12 shows a class diagram of the three applications, where the eight classes are parts of the whole classes of the applications. We explain the Node and AbstractAlgorithm classes below.
A. CLASSES FOR A NODE
Node class is designed for one node that equips a communication socket and a signature algorithm and that has members and methods for sending data, receiving data, signing, and verification. A member rcv, which is an instance of the Receiver class, implements a Runnable interface to run as a receiver thread with a member ds. An abstract method interpretReceivedPacket(dp) is called when rcv receives a packet as a DatagramPacket from ds. The received packet is interpreted through the method interpretReceivePacket(dp) implemented in the ISDSRNode class and the RSANode class. The constructor method calls generateSignatureAlgorithm (param) to assign its own signature algorithm to a member pkitmgr through a method PacketManager. setAlgorithm(alg). Each method generate SignatureAlgorithm(param) of ISDSR+Node, of ISDSRNode, and of RSANode instantiates an instance of the signature algorithm, such as the ISDSR+Algorithm, the ISDSRAlgorithm, and the RSAAlgorithm, respectively. After each constructor finishes, the member pktmgr has an appropriate instance of the child class of AbstractAlgorithm.
B. CLASSES FOR A SIGNATURE ALGORITHM
The AbstractAlgorithm class is an abstract class for implementing concrete signature algorithm classes, i.e., the ISDSR+Algorithm, the ISDSRAlgorithm, and the RSAAlgorithm, and has four abstract methods, namely, setup(int), keyderivation(int), sign(pkt), and verify(pkt). In the proposed IBSAS-DKG scheme, i.e., the ISDSR+Algorithm, setup(int) corresponds to Algorithm 1, keyderivation(int) corresponds to Algorithms 2 and 3, sign(pkt) corresponds to Algorithm 4, and verify(pkt) corresponds to Algorithm 5. These four methods must be implemented in each concrete class for signature generation and verification using its own signature algorithm.
The ISDSR+Algorithm class applies JPBC version 2.0.0 [56] for computing elliptic curves and pairing functions for signature generation and verification of ISDSR+. JPBC is a port of PBC that performs the mathematical operations underlying pairing-based cryptosystems directly in Java. A constructor method of the ISDSR+Algorithm class instantiates a member pairing to use pairing functions and executes Algorithms 1-3 to generate keys, including a master public key, partial secret keys, and a secret key for each user. The ISDSRAlgorithm class utilizes the JPBC library in which keyderivation(int) is not distributed, i.e., random number generation in a well-known manner. The RSAAlgorithm class uses the RSA algorithm APIs in Java security package, which provides algorithms for signing, verifying, encoding, and decoding. In a constructor method of RSAAlgorithm, members kp and sig are generated from methods in the Java security package.
C. CLASSES FOR A PACKET AND PACKET MANAGEMENT
The Packet class has information to find a route from the source node to its destination node. The PacketManager class has two methods, toByte(pkt) and fromByte(data), to transform a byte array received by a Node.ds to a Packet class instance or vice versa. This class has methods for generating a request packet and a reply packet. When Node class receives a packet, the Node class calls the method pktmgr.generateForwardingPacket to generate a forwarding packet. The method generateForwarding Packet(pkt,node) generates a forwarding packet using a member alg to verify signatures in the pkt or to generate signatures for a new forwarding packet.
VI. EXPERIMENTS
We now evaluate the computational time for distributed key generation and round trip times (hereinafter RTTs) based on our implementation described in the previous section. The execution time of distributed key generation, i.e., KREQ and KREP, is measured on a Raspberry Pi, which is a device that can estimate performances of actual applications by allowing transmissions within real wireless communication, such as Bluetooth and Near-field Communication (NFC). Meanwhile, experiments to measure RTTs between nodes, i.e., SRREQ, SRREP, and SRRER, are conducted to run APP ISDSR+−P , APP ISDSR−J , and APP RSA on a Raspberry Pi3. The experiments are also conducted in an actual environment including a Raspberry Pi and a desktop PC via LAN connection. In all the experiments described above, we applied ''a.properties'' in JPBC as parameters to use an elliptic curve and a pairing function in our application program. Here, the bit length of an output group G T of a pairing parameter, i.e., a security level, of ''a.properties'' is 1024 bits. Although such a level is weak in a general usage of a pairing parameter, it is sufficient for secure routing protocols in ad hoc networks. In particular, we can just keep routes secure during a short period when packets are trying to reach their destination.
A. EXPERIMENTAL ENVIRONMENT
We conducted experiments with a Raspberry Pi and a desktop PC described below. The Raspberry Pi is a Raspberry Pi3 model B with Ubuntu 14.4 as OS and Java version of OpenJDK 1.8.1_151. The desktop PC is equipped with Xeon(R) E5-2667 v3 3.20GHz as CPU and 512 GB memory, and it has CentOS 7 as OS and Java version of OpenJDK 1.8.1_151. The desktop PC and the Raspberry Pi connect with a switching hub with a 100Base-T wired LAN. Figures 13 and 14 show the procedures of an experiment. Hereinafter, we call behaviors of our implemented application program on a desktop PC AppDP and those on a Raspberry Pi3 AppRP. In Figure 13 , the digits (1)- (6) indicate AppRP processes. On the other hand, in Figure 14 , the digits (1), (2) , (3), and (8) indicate AppDP processes, and the digits (4)- (7) indicate AppRP processes. We describe the behaviors of each experiment below.
First, the behaviors of KREQ and KREP in Figure 13 are described as follows: (1) AppRP is given a value n as the number of KGCs, and then it generates n instances; (2) AppRP generates polynomial functions for each instance; (3) All instances in AppRP distribute values for the polynomial functions with each other; (4) All instances in AppRP generate a partial secret key; (5) Some instances in AppRP generate a master public key; and (6) Some instances in AppRP are given an ID and then generate a secret key for the ID.
The behaviors of SRREQ and SRREP in Figure 14 are described as follows: (1) AppDP is given a value N as the number of nodes; (2) AppDP generates a packet including routing information that contains N ; (3) AppDP sends the generated packet; (4) AppRP receives a packet; (5) AppRP verifies signatures in the received packet; (6) After verification passes, AppRP generates its own signatures from the contents of the received packet, and then generates a forwarding packet that includes the signatures and routing information; (7) AppRP sends the generated packet; and (8) AppDP receives a packet and verifies the received packet. The environment described above is common even for SRRER because computational behaviors for each node is almost the same as those of SRREQ and SRREP.
Next, we explain how these experiments are conducted. The experiments in Section VI-B are conducted on a Raspberry Pi without communication between devices even if there are words ''send'' and ''receive'' in Algorithm 2 and Algorithm 3. These experiments measure the computational time needed by a real device to generate distributed keys. Consider for example N with value of 50 and t with value of 30. The AppRP creates 50 instances as pseudo nodes. Each pseudo node executes processes from line 1 to line 3 in Algorithm 2 to generate F i (x), G i (x), F i (0), and G i (0) as shares. Then, each pseudo node uses shares generated by other instances to execute line 6 in Algorithm 2 to generate a 1,i and a 2,i . Finally, each pseudo node recovers mpk by executing line 9 to line 11 in Algorithm 2. These pseudo nodes also execute Algorithm 3 by using a 1,j and a 2,j from other pseudo nodes.
The experiments in Section VI-C measure the Round Trip Times between the AppDP and the AppRP. For example, when N is 50, the AppDP behaves like the 51st node from a source node because it needs to generate the SRREQ, which includes 50 nodes in its routing information. The AppDP creates 50 instances as pseudo nodes, which are v 1 , v 2 , ..., v 50 , in an application running on the AppDP. First, v 1 generates SRREQ 1 by using its own ID and Algorithm 4. Next, v 2 generates SRREQ 2 by using its own ID, Algorithm 4, and SRREQ 1 . The AppDP can get SRREQ 50 by repeating the processes above until v 50 . Then, the AppDP can generate SRREQ by using its own ID, Algorithm 4, and SRREQ 50 . Finally, the AppDP can behave like the 51st node from a source node to broadcast the generated SRREQ. When the AppDP gains N with value of 60, it generates SRREQ that contains 61 nodes in its routing information.
B. RESULT OF DISTRIBUTED KEY GENERATION
In this section, we measure computational times for distributed key generation. All results of the experiments are averaged over 10 runs of each application. One experiment represents the case where the AppRP executes both a KREQ and a KREP. Processes that are identical to a KREQ and a KREP are represented by (6) in Figure 13 . The other digits represent the case where the AppRP executes threshold key generation of a partial secret key and a master public key, i.e., Algorithm 2. Figures 15 and 16 show the results of threshold key generation for KGCs and of secret key generation for each user. In particular, Figure 15 show the results of the experiments where the AppRP executed processes (1)- (5) in Figure 13 , and Figure 16 show those where the AppDP executed process (6) in Figure 13 . The horizontal axis represents threshold values t, and the lines represent different numbers of KGCs n.
The computational time of generating a master key is linear in proportion to t and n as shown in Figure 15 , whereas the computational time of generating secret key for a user is quadratic with respect to t as shown in Figure 16 . For example, as shown in Figure 15 , the computational time of threshold key generation for KGCs can be estimated at (0.25 * n + 8) * t milliseconds in the current environment. On the other hand, the results in Figure 16 are independent of n, and the computational time of secret key generation for a user can be estimated at (0.09 * t + 1.1) * t milliseconds. Using the estimation described above in a case where t = 10 and n = 100, the computational time of threshold key generation for KGCs can be estimated to be 330 milliseconds, which is identical to Figure 15 . Moreover, the computational time of secret key generation for a user can be estimated to be 19 milliseconds, which is identical to Figure 16 . 
C. ROUND TRIP TIME
In this section, we measure round trip times (RTTs) for the route discovery step. All results of the experiments are averaged over 100 runs of each application. One experiment represents the case where the AppRP forwards an SRREQ, which is generated by the received SRREQ without verification. Processes that forward an SRREQ are represented by (4), (6) , and (7) in Figure 14 . Here, the AppRP does not verify a received packet before the AppRP generates a forwarding SRREQ. The other experiment represents the case where the AppRP replies an SRREP, which is generated by the received SRREQ with verification. Processes that reply the SRREP are represented by (4)- (7) on the AppRP in Figure 14 . This experiment indicates that the AppRP is the destination node of the received packet. The AppRP needs to verify the received packet to guarantee routing information in the received packet. Figures 17-20 show the results when we applied the parameter file ''a.properties'' to both the APP ISDSR+−P and the APP ISDSR−J . Meanwhile, the APP RSA needs the key length as a parameter, and we use 1024 bits, which provides the same security level as that of ISDSR+, for the results in Figures 21 and 22 . We also note that the results are also useful for SRRER because its behaviors are almost the same as described above. Figures 17, 19, and 21 show results of the experiments where the AppRP executed processes (4), (6) , and (7) in Figure 14 . The received SRREQ is not verified before generating a forwarded SRREQ. The horizontal axis represents the number of nodes, i.e., the number of nodes in packets sent by the AppDP. Figure 17 shows the results of APP ISDSR+−P , which was computed in the PBC library in C language. Figure 19 shows the results of the APP ISDSR−J , which uses JPBC in the generation and verification of signatures.
1) CASE: FORWARDING SRREQ
The RTTs in Figures 17 and 19 are approximately 0.1 seconds and 0.24 seconds, respectively. These results show that the RTTs of ISDSR+ are not dependent on the number of nodes and that the RTTs of the APP ISDSR+−P are faster than those of the APP ISDSR−J . Figure 21 shows the results of the APP RSA , in which the key length is 1024 bits. Compared with Figure 17 , the RTTs in Figure 21 increase when the number of nodes increases. However, the RTTs in Figure 17 are similar at approximately 0.1 seconds even when the number of nodes increases. Based on these results, we can see that ISDSR+ with the PBC library in C language is superior to the RSA-based signature algorithm. 
2) CASE: REPLYING SRREP
In this case, we assume that the AppRP is the destination node of a received SRREQ. The AppRP has to verify the received SRREQ to guarantee routing information stored in the SRREQ. Then, the AppRP sends the generated SRREP to reply to the source node in the SRREQ. Figures 18, 20, and 22 show the RTTs when the AppRP executes processes (4)- (7) in Figure 14 . In Figure 20 , we conducted the experiment until 10 nodes because the computational time of APP ISDSR−J is significantly large. Using our proposed implementation, the RTT of APP ISDSR+−P is at least ten times faster than that of APP ISDSR−J . In particular, the RTT of APP ISDSR+−P increases by approximately 0.05 seconds with every additional node while that of APP ISDSR−J increases by approximately 0.8 seconds. On the other hand, although The RTT in Figure 22 increases with the number of nodes, the largest RTT is approximately 0.3 seconds.
D. FURTHER POTENTIAL PERFORMANCE
For distributed key generation, a case with a small threshold t and a large number n of whole KGCs is better in a general sense of the availability. The computational time of threshold key generation for KGCs, i.e., Algorithm 2, can be normally separated from configuration of routes from a source to a destination. The computational time of secret key generation for each user, i.e., Algorithm 3, is independent of the number n of KGCs as shown in Section VI-B. We can hence adopt an arbitrary pair of a large n and a small t. For instance, in a case where t = 5 and n = 10000, a master key for a KGC and a secret key for a user can be computed within approximately 12.4 seconds and 8 milliseconds, respectively. If we use, for example, NFC with its maximum transmission speed of 424 kbit/s or Bluetooth with 24 Mbit/s in the connection between each device and KGCs and 100BASE-T LAN in the connection between the KGCs, transmission of a secret key from the KGCs to a device would take less than 15 milliseconds.
The experiments in this paper were conducted on a highly reliable network environment with low latency and low packet drop rate. In this environment, the packets were received completely even when the length of data in a datagram packet was very large. In a practical case where the density of nodes is high, collisions occur easily in the datalink layer. In the datalink layer, the number of frames is large when a packet size is large. A packet sent by the APP RSA needs more frames than that of the APP ISDSR+ in the datalink layer because of its packet size. If the frame drop rates of the APP RSA and the APP ISDSR+ are the same, then the packet drop rate of the APP ISDSR+ is lower than that of the APP RSA . Although the APP RSA is superior to the APP ISDSR based on their RTTs, the APP RSA does not work well in unreliable networks because of its large packet size.
We also performed refactoring on our previous implementation to introduce preprocessors for elliptic curve computations in Algorithm 4. Algorithm 4 has six steps, and the steps after step 4 require elliptic curve computations, e.g., x · P and r · P. The variable P and a 1 are preprocessed using the API of the JPBC named jpbc.element.getElementPowPreProcessing() at the same time when the ISDSRAlgorithm class is instantiated. The refactoring makes the signing process of ISDSR+ faster.
VII. DISCUSSION
In this section, we briefly discuss how ISDSR+ can achieve requirements described in Section III-B and show potential applications of ISDSR+.
A. ACHIEVEMENT OF REQUIREMENTS
The four requirements described in Section III-B rely on features of IBSAS-DKG. In particular, given its signature compression and the use of IDs for public keys, the compactness and the completeness can be achieved by the guarantee of routing information from any source to any destination. Moreover, by proving the security of IBSAS-DKG and combining it with the Kim-Tsudik framework [14] described in Section II and utilizing a timestamp against replay attacks that reuse valid signatures, the unforgeability of ISDSR+ can be achieved.
Finally, the availability can be achieved by introducing distributed key generation with arbitrary (t, n) setting. Specifically, adopting a large n and a small t enables any device to join the protocol anytime and anywhere. Moreover, any user can receive a secret key by connecting to any KGC within its direct transmission area. We thus conclude that our proposed ISDSR+ can achieve the requirements.
B. NODE CAPACITY AND NUMBER OF KEYS
In this section, we evaluate node capacity for ISDSR+. In particular, we evaluate the size of a memory for each node in terms of the total capacity for utilizing ISDSR+, the capacity for constructing routes in SRREQ and SRREP, the capacity for storing keys, and the capacity during distributed key generation.
The total capacity refers to all the information utilized in ISDSR+, including a secret key, public keys for other nodes to check the validity of packets such as SRREQ, route information constructed by SRREQ and SRREP, and partial information received from each KGC during the distributed key generation, i.e., a 1,j H 1 (ID) and a 2,j H 2 (ID). The other terms are subsets of total capacity. The capacity for constructing routes in SRREQ and SRREP refers to the information utilized in constructing routes, including a secret key, public keys for other nodes, and route information constructed by SRREQ and SRREP. The capacity for storing keys refers to the size of both a secret key and public keys received from other nodes in SRREQ and SRREP. Finally, the capacity during distributed key generation refers to the total size of the partial information during the distributed key generation, including all the partial information received from each KGC. Figures 23-26 show the results described above. As can be seen in Figures 24 and 25 , the node capacity for ISDSR+ is constant; i.e., the capacity is dependent only on the IDs included in SRREQ and SRREP. As can be seen in Figures 23  and 26 , the node capacity for ISDSR+ is linear because the data depend on the number of KGCs in distributed key generation. We note that even if there are 50 KGCs, ISDSR+ is more efficient and effective than the RSA-based protocol. However, ISDSR+ needs a larger memory size than ISDSR because of the distributed key generation.
The discussion on number of keys handles by nodes can be inferred from the discussion on node capacity because keys are necessary for signature verification. ISDSR+ provides only a single master public key with size of 480 bits, consisting of three elements with size of 160 bits each. The key for verifying the signature of a node is identical to the ID information of the node, eliminating extra information included in the routing protocol. This setting of ISDSR+ is the same as in ISDSR. On the other hand, the RSA-based protocol needs 1048-bit key per node and therefore requires more keys and node capacity than ISDSR+.
C. APPLICATIONS OF ISDSR+
We focus on the RTTs of the applications. By applying the PBC library to the APP ISDSR+−P , the RTTs of the APP ISDSR+−P become shorter than those of the APP RSA as long as there are no verification cases. We consider that the signature verification should be executed on a specific destination, e.g., the sink node in sensor networks or a base station in FANETs because they have computational resources that outperform other nodes. For example, the railway monitoring system [1] is a bridge health monitoring system that involves collection of data from wireless sensors installed on a bridge to a remote server for damage identification in the bridge. In this system, a remote server typically has high computational power and can therefore verify packets sent by other sensors.
Another application is content sharing system based on UAVs. As described in Section I-C, according to Oubbati et al. [5] , several routing protocols [27] , [28] for FANETs are based on routing protocols for well-known ad hoc networks and utilized for providing contents to a user. In these applications, UAVs find routes to an access point of a user in conjunction with a request of contents from the user, and then the destination is the access point of the user, who typically owns sufficient computational power.
D. LIMITATIONS
We now describe the limitations of the current results. First, ISDSR+ needs trusted setup for KGCs via the TKeyGen algorithm. There are several theoretical works [57] , [58] without any trusted setup for KGCs, and the deployment of such untrusted setup to ISDSR+ remains an open problem.
Another limitation regarding our distributed key generation is that KGCs are fixed before routing protocols. When the number of available KGCs for generation of a secret key of a user, i.e., the use of Algorithm 3, is less than a threshold t, the current ISDSR+ algorithms cannot provide the secret key. These limitations can be solved by introducing evolving secret sharing [59] , [60] , where a set of parties with secret is not known in advance and could potentially be infinite, in key generation of Algorithm 2. We leave the construction of algorithms via the evolving secret sharing as an open problem.
Another limitation is security against attacks in the physical layer, i.e., jamming attacks. According to the stateof-the-art work in [61] , a jamming attack is possible with smartphones and does not require special devices. Several recent works [62] - [64] have proposed data transmission mechanisms that are secure against jamming attacks in the physical layer. The security of ISDSR+ against jamming attacks is not included in our work. Nevertheless, this kind of attack affects distributed key generation and construction of routes, and thus overcoming attacks in the physical aspect is desirable and will be investigated in future works.
VIII. CONCLUSION
In this paper, we proposed a new protocol ISDSR+ by introducing distributed key generation in ISDSR and implementing APP ISDSR+ and APP RSA on a Raspberry Pi3. Compared with ISDSR, ISDSR+ does not require a centralized KGC and therefore achieves infra-less setting.
Our main building blocks include a novel signature scheme named IBSAS-DKG, which supports the features of ISDSR+ as described in Section III. We also conducted experiments to measure RTTs. The experiments were classified into without verification and with verification after receiving a packet. In the case of without verification, all results of the APP ISDSR+−P were superior to those of the APP RSA .
Finally, as presented in section VII, our experimental environment is more reliable in terms of frame loss rate compared with an environment in practice. Therefore, as future work, we will conduct experiments in an environment that is not highly reliable by using mininet [65] or mininet-wifi [66] . In that case, we will measure the packet delivery ratio between a source node and a destination node. Another future work is the introduction of evolving secret sharing [59] , [60] in the distributed key generation of ISDSR+ to overcome the limitations described in Section VII.
APPENDIX FORMAL DISCUSSION OF IBSAS-DKG A. SYNTAX
In this section, we define the syntax of an IBSAS-DKG scheme and its correctness.
1) DEFINITIONS OF ALGORITHMS
The algorithms of an IBSAS-DKG scheme are defined as follows. Here, let a message space and an identity space be M and ID, respectively. We assume that each KGC owns a unique index i ∈ N, where N is a set of integers, and a set of KGCs is then defined as a subset of N. We also denote by VOLUME 7, 2019 D ⊆ N any subset of KGCs which own partial secret keys corresponding to a master public key.
Setup: Given a security parameter 1 κ , output a public parameter para.
TKeyGen: Given security parameters (t, n) ∈ N 2 , para, a set D ⊆ N of n KGCs, and an index i ∈ D, via interaction with all j ∈ D\{i}, output a pair (x i , mpk) of a partial secret key msk as a private output for i and a master public key as a common output for D.
UTKeyGen: Given para, mpk, ID and a set ⊆ D, output a secret key sk ID corresponding to ID.
Sign: Given para, a secret key
j=1 of pairs of signed messages and their identities, and an aggregate signature σ , return a new aggregate signature σ on a new set L = L ∪ {(m i , ID i )} or ⊥ to indicate an error.
Verify: Given para, mpk, a set L = {(m j , ID j } i j=1 of pairs of signed messages and their identities, and an aggregate signature σ , output True or False.
2) CORRECTNESS
The correctness of the IBSAS-DKG scheme described above is defined as follows. 
where L = L ∪ {(m i , ID i )}. We say that an IBSAS-DKG scheme is correct if the condition described above holds.
B. SECURITY DEFINITIONS
In this section, we define security of an IBSAS-DKG scheme.
In particular, we define unforgeability of signatures and robustness of distributed key generation as properties of an IBSAS-DKG scheme. The first property is necessary for preventing a signature forgery via received signatures. On the other hand, the second property can prevent an adversary corrupting several KGCs less than a threshold from obtaining the capability of key generation. These two properties are important for the underlying purpose of an IBSAS-DKG scheme, i.e., guaranteeing the validity of routing information and key generation without a fixed infrastructure.
1) UNFORGEABILITY
We define the unforgeability of an IBSAS-DKG scheme via the following game between a challenger C and an adversary A. Namely, an advantage of A can be obtained with a probability that C outputs accept in the game. Hereinafter, we denote by x (i) a value of the i-th query for all x.
Initial Phase: The challenger C generates a public parameter para ← Setup(1 κ ), and chooses integers (t, n) ∈ N 2 and a set D ⊆ N n of n KGCs. Next, C generates (x i , mpk) ← TKeyGen(t, n, para, D, i) for all i ∈ D. C then runs A with (t, n, para, mpk, D) as input.
Corrupt Query: A sends any index i (h) ∈ D to C, and C returns a partial secret key x i (h) for the given index i (h) .
KeyDer Query: A sends any string ID (h) , ⊆ D to C, and C returns a secret key sk ID (h) for ID (h) .
Sign Query: A generates a signing query (para, mpk, m (h) , ID (h) , L, σ ). Given the query, C returns a signature σ .
Output 
2) ROBUSTNESS
We define the robustness via the following simulation between a real scheme and an ideal scheme for an adversary A. Specifically, a challenger C executes either the algorithms defined in Section A or algorithms without threshold computations. Then, the robustness is defined as follows:
Definition 3: We say that an IBSAS-DKG scheme is robust if for all mpk there are KeyGen and UKeyGen whose distributions are identical for any probabilistic polynomial-time algorithm A to TKeyGen and UTKeyGen, respectively. Here, A can corrupt up to t − 1 signers in order to obtain t − 1 partial secret keys.
C. CORRECTNESS OF THE SCHEME
In this section, we briefly show that our scheme in Section IV is correct in the meaning of A2. In particular, we first check if a secret key generated by the UTKeyGen algorithm is identical to a part of the Verify algorithm, and then show that the Verify algorithm outputs True via the resultant secret key.
Theorem 1: The proposed scheme is correct.
Proof: First, for any ID and its related secret key, the following equations hold via the Lagrange interpolation: The computation step described above is identical to the verification equation on the Verify algorithm. The algorithm then returns True. The proposed scheme is thus correct because the two conditions described in Section A2. details, the algebraic structures are almost identical to that of the BLS signatures [67] which are provably secure.
