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Zusammenfassung
Diese Diplomarbeit ist ein Bestandteil einer Kooperation zwischen der AVSG
der TU Ilmenau FB Telematik und des Fachbereiches Informatik der Uni
versit

at Rostock zur Erstellung eines Prototypen mit dessen Hilfe sich Kun
den im WWW Angebote f

ur eine Kapital und Lebensversicherung der Go
thaer Versicherungen aG erstellen lassen k

onnen Die Angebote werden in
einer Datenbank verwaltet und automatisch an zust

andige Sachbearbeiter
weitergeleitet Diese Arbeit besch

aftigt sich mit der Datenbankanbindung
und dem Weiterleiten der Angebote
Es erfolgt ein Entwurf eines Datenmodells zur Darstellung der relevanten
Informationen einer Kapital und Lebensversicherung Dieses Datenmodell
bildet die Grundlage zur Denition einer JavaSchnittstelle mit der auf eine
relationale und objektorientierte Datenbank zugegrien wird Weiterhin
werden M

oglichkeiten zum automatischen Weiterleiten der Angebote an die
zust

andigen Sachbearbeiter diskutiert
Abstract
This dissertation for a M S degree is a part of a cooperative project among
AVSG TU Ilmenau Department Telematik and the University of Rostock
Departement of Computer Science The objective of this project is to de
velop a prototype oer for life insurance by an insurance company Gothaer
Versicherungen aG via the WWW The oer forms are to be stored in a
database and automatically forwarded to employees responsible for prepa
ring the oers This dissertation covers development of the database and the
software to forward the oers
In this paper a design for a data model describing the relevant infor
mation needed to generate a life insurance oer is presented This model
is used to dene an interface written in Java to access a relational and
an objectoriented database system In addition possible approaches to
forwarding the oers to employees for processing are discussed
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Kapitel 
Einleitung und Motivation
 Motivation
In Deutschland wird erwartet da im Jahr  mehr PCs als Fernsehger

ate
verkauft werden Da auch die Zahl der InternetAnschl

ue stetig anw

achst
gewinnt das Internet als Kommunikations und Informationsmedium im
mer mehr an Bedeutung Neben EMail ist vor allem das World Wide Web
WWW der Grund warum das Internet f

ur viele Privatpersonen so attraktiv
ist
Das WWW stellt f

ur Firmen eine sehr kosteng

unstige Form der Wer
bung dar Bisher wurde das WWW von der Gothaer Versicherungen aG als
nahezu reiner Werbetr

ager benutzt in Zukunft soll es auch eine st

arkere
Beratungs und Servicefunktion

ubernehmen Da bislang wenig Erfahrun
gen mit dem WWW auf Seiten der Gothaer Versicherungen aG gesammelt
wurden soll in Zusammenarbeit mit der AVSG Allgemeine Versicherungs
Software GmbH dem Fachbereich Telematik der TU Ilmenau und dem Fach
bereich Informatik Datenbanken und Informationsysteme der Universit

at
Rostock ein Prototyp einer Anwendung die im folgenden noch genauer be
schrieben wird erstellt werden mit dessen Hilfe die Gothaer Versicherungen
aG ihre Pr

asenz im WWW ausbauen will Dabei sind weiterhin M

oglichkei
ten die das WWW bietet auszuleuchten und die Tauglichkeit bestehender
Systeme und Verfahren zu testen Eventuell werden weitere M

oglichkeiten
aufgezeigt so k

onnte ein weiterer Schritt die Verwendung von Datenbanken

	 KAPITEL  EINLEITUNG UND MOTIVATION
im WWW in mobiler Umgebung sein um die Arbeit der Auendienstmitar
beiter beim Kunden vor Ort zu unterst

utzen
Ein weiterer Schritt in die oben aufgezeigte Richtung soll die Entwicklung
einer Anwendung sein mit der sich Interessierte konkrete Angebote einer
Kapital und Lebensversicherung erstellen lassen k

onnen Dies ist Gegenstand
dieser Arbeit in Zusammenarbeit mit M Basler Bas
 Die erwartete Leistung des Prototypen
Ein potentieller Kunde startet mit seinem WWWBrowser eine Java
Anwendung mit der er s

amtliche Parameter einer Kapital und Lebensver
sicherung so lange anpassen kann bis das Angebot den pers

onlichen Ge
gebenheiten Leistung und Kosten entspricht Dabei soll er auf intelligente
Weise so mit Informationen versorgt werden da er auch ohne Vorkenntnisse
zur Versicherungsterminologie die einzelnen Etappen der Angebotserstellung
nachvollziehen kann und f

ur ihn ein sinnvolles Angebot erstellt wird
Die dabei entstehenden Angebote sollen in einer Datenbank gespeichert
werden um die Daten ezient verwalten zu k

onnen Auerdem ergeben sich
so vielf

altige Zugrism

oglichkeiten durch Auendienstmitarbeiter

uber das
WWW Bedingung f

ur eine Abspeicherung der Daten ist das Einverst

andnis
des Kunden der damit Interesse an der Kontaktaufnahme zu einem Au
endienstmitarbeiter bekundet denn ein m

oglicher Vertragsabschlu wird in
Verbindung mit einer tiefergehenden Beratung von einem Auendienstmitar
beiter durchgef

uhrt Vorstellbar ist weiterhin ein Mechanismus der den ent
sprechenden Auendienstmitarbeiter automatisch benachrichtigt wenn An
gebote abgespeichert wurden
Diese gesammelten Daten k

onnen ferner die Basis f

ur Analysezwecke zur
Akzeptanz der Produkte der Gothaer Versicherungen aG sein Auch f

ur
andere Marktforschungsschwerpunkte wie zB die wirtschaftliche Situation
bestimmter Zielgruppen lassen sich R

uckschl

usse ziehen
 AUFGABENBEREICHE 
 Aufgabenbereiche
Bei der Erstellung dieses Prototypen geniet die Darlegung des Machbaren
hohe Priorit

at Weiterhin sind Kosten und Nutzen aufzuzeigen
Die Arbeit zerf

allt in mehrere Teile

  Analyse der Informationen

Aufbauend auf der Auswahl der verwendeten Informationen mu ein In
formationsmodell erstellt werden Dabei ist auf Vollst

andigkeit und Ab
geschlossenheit ebenso wie auf Verst

andlichkeit zu achten auch recht
liche Aspekte sind in Absprache mit dem Projektpartner zu ber

uck
sichtigen
  Entwurf der Benutzerober

ache

Die Informationen sind entsprechend dem Informationsmodell struk
turiert und in angemessenen Portionen in HTMLSeiten darzustellen
F

ur die Verkn

upfungen der einzelnen Seiten mu eine Benutzerf

uhrung
konzipiert werden die die Entscheidungsndung unterst

utzt
  Anbindung an das Datenbankmanagementsystem kurz DBMS

Die Daten sollen in einer Datenbank gehalten werden Da bei der AVSG
das relationale Datenbanksystem DB	 eingesetzt wird ist dieses Sy
stem zu verwenden Zum Vergleich soll auch ein objektorientiertes Da
tenbanksystem eingesetzt werden die Wahl el dabei auf O
 
 Um diesen
Teilbereich zu kapseln ist eine einheitliche Schnittstelle zu denieren
die es der Anwendung erlaubt in Unabh

angigkeit vom verwendeten Da
tenbanksystem in immer gleicher Weise auf die Datenbank zuzugreifen
Die Anbindung zerf

allt in mehrere Teilaufgaben

 F

ur beide Systeme ist ein Datenbankentwurf f

ur das Informati
onsmodell aus der ersten Teilaufgabe durchzuf

uhren
	 Danach mu die einheitliche Schnittstelle f

ur die beiden Daten
banksysteme implementiert werden Alternativ ist zu untersuchen
ob die HTMLSeiten der Ober

ache aus der Datenbank generiert
werden k

onnen um den Wartungsaufwand zu reduzieren
 KAPITEL  EINLEITUNG UND MOTIVATION
  Workow

Mit der WWWSchnittstelle eingegangene Benutzeranfragen m

ussen
in den Gothaer Versicherungen aG weiterbearbeitet werden Dazu
ist ein Mechanismus zu entwickeln der die Daten auf Wunsch oder
automatisch zu kongurierbaren Zeitpunkten an w

ahlbare Mitarbeiter
weiterleitet Auch die M

oglichkeit eines Exports der in der Datenbank
enthaltenen Informationen in Dateien soll untersucht werden
Die aufgef

uhrten Teilbereiche lassen sich in zwei Diplomarbeiten mit dem
Entwurf der Benutzerober

ache einerseits und der Analyse der Infor
mationen und dem Datenbankanteil mit den Aufgaben Datenbankanbin
dung sowie Workow andererseits trennen die Analyse der Informationen
ist dabei auch Grundlage f

ur den Entwurf der Benutzerober

ache
 Zielsetzung dieser Arbeit
In dieser Diplomarbeit sollen die genannten Teilaufgaben Analyse der In
formationen und der Datenbankanteil mit den Aufgaben Datenbankan
bindung sowie Workow bearbeitet werden Dabei strukturiert sich diese
Arbeit in folgende Arbeitsschritte

  Zum umzusetzenden Versicherungstarif werden alle Informationen und
deren Zusammenh

ange gesammelt Dabei erfolgt unter Umst

anden eine
Auswahl welche Informationen f

ur den Prototypen ausschlaggebend
sind
  Nach der Analyse sind die ausgew

ahlten Informationen in einem allge
meinen Datenmodell zu beschreiben
  Das allgemeine Datenmodell bildet die Grundlage f

ur die Deniti
on einer einheitlichen Schnittstelle Da Java f

ur die Implementierung
gew

ahlt wurde siehe Abschnitt 	 mu das allgemeine Datenmo
dell in Java abgebildet werden
 DIE VERWENDETEN SYSTEME 
  Um aus Java heraus

uber die einheitliche Schnittstelle auf die Daten
banksysteme zugreifen zu k

onnen mu eine Abbildung des Datenmo
dells von Java auf die Datenmodelle der zu verwendenden DBMS O
 
und DB	 sowie eine Implementierung der Schnittstelle f

ur beide Da
tenbankensysteme erfolgen
  Um die Schnittstelle evaluieren zu k

onnen ist eine prototypische An
wendung zu implementieren
  Die verwendeten DBMS sind hinsichtlich ihrer Eignung zu vergleichen
und zu bewerten
  M

oglichkeiten der Umsetzung der WorkowKomponente sind aufzu
zeigen
Der Entwurf der Benutzerober

ache und Konzeption der Gesamtanwen
dung ist Gegenstand der Diplomarbeit Bas
 Die verwendeten Systeme
   Die Datenbanksysteme
Da in der Gothaer Versicherungen aG das relationale Datenbanksystem
DB	 von IBM zum Einsatz kommt wird DB	 auch f

ur diese Arbeit genutzt
werden Um die Eignung dieses Systems besser einsch

atzen zu k

onnen wird
alternativ auch ein objektorientiertes Datenbanksystem untersucht Dabei
el die Wahl auf O
 
von O
 
Technology da der Fachbereich Informatik der
Universit

at Rostock eine Lizenz f

ur O
 
besitzt Beide DBMS werden zu einem
sp

ateren Zeitpunkt noch genauer vorgestellt
  Java
Als Implementierungssprache wurde Java aus folgenden Gr

unden gew

ahlt

  Durch JavaApplets k

onnen HTMLDokumente interaktiv gestaltet
werden daher ist eine vielf

altigere Benutzerf

uhrung m

oglich
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  Java ist plattformunabh

angig
Wenn der Client ein JavaApplet l

adt wird maschinenunabh

angiger
Bytecode zum Client

ubertragen der dort ausgef

uhrt wird
  Java besitzt ein gutes Sicherheitskonzept f

ur Netzwerkzugrie
JavaApplets k

onnen nicht

 auf lokale Dateien zugreifen
 willk

urliche Netzverbindungen herstellen auer zu dem Host von
dem sie urspr

unglich kommen
 externe Programme starten
  Die Java DataBase Connectivity JDBC Spezikation erm

oglicht es
auf einfache Weise datenbankunabh

angige JavaClients zu implemen
tieren
  Die meisten Datenbanken besitzen JDBCkompatible Treiber
Innerhalb dieser Arbeit werden zur besseren Verst

andlichkeit mehrmals
Programmausschnitte als Beispiele aufgef

uhrt Dabei wird auf die Java
Syntax nicht speziell eingegangen da zahlreiche Literatur zu Java existiert
New Mor WWW
	 Der Aufbau dieser Arbeit
Die Teilaufgaben dieser Arbeit k

onnen im Abschnitt  nachgesehen werden
Diese Arbeit gliedert sich wie folgt

Im zweiten Kapitel wird in den Bereich der Kapital und Lebensversiche
rung eingef

uhrt Nach der Denition der grundlegenden Begrie wird der
umzusetzende Tarif D vorgestellt
Auf dieser Grundlage wird im dritten Kapitel ein allgemeing

ultiges Daten
modell deniert das den in Absprache mit der AVSG gew

unschten Umfang
des Tarifmodells D abbildet
Das Datenmodell stellt eine Basis f

ur die Denition einer einheitlichen
Schnittstelle dar die den Zugri auf die DBMS O
 
und DB	 aus Java heraus
 DER AUFBAU DIESER ARBEIT 
erm

oglichen soll Kapitel  Diese JavaSchnittstelle wird im f

unften bzw
sechsten Kapitel jeweils f

ur DB	 und O
 
umgesetzt und implementiert Das
beinhaltet eine Abbildung der JavaKlassen auf die Datenmodelle der beiden
Datenbanken und die Implementierung der Methoden zum Zugri auf die
Datenbanken
Im Kapitel  wird die WorkowKomponente vorgestellt und deren Rea
lisierungsm

oglichkeiten beschrieben
Beide DBMS werden im Kapitel  verglichen und hinsichtlich ihrer Eig
nung f

ur den Prototypen bewertet
Im Kapitel  werden einige M

oglichkeiten der dynamischen Generierung
von HTMLSeiten aus der Datenbank aufgezeigt
Im abschlieenden Kapitel  werden wesentliche Erkenntnisse zusammen
gefat Um den

Uberblick zum Prototypen zu vervollst

andigen wird dessen
Architektur vorgestellt
Innerhalb dieser Arbeit werden mehrmals Produkt und Firmennamen
genannt Es soll darauf hingewiesen werden da diese mit Trademarks belegt
sind

Kapitel 
Einf

uhrung in die Kapital und
Lebensversicherung
Im ersten Abschnitt dieses Kapitels sollen zun

achst einige Begrie aus der
Welt der Kapital und Lebensversicherung erl

autert werden um die Beschrei
bung des konkreten Tarifmodells im sich anschlieenden Abschnitt verst

and
licher zu machen Die Beschreibung des Tarifes basiert auf Int
 Allgemeine Begri
e
Eine Kapital und Lebensversicherung kann im allgemeinen folgenden
Zwecken dienen

  Hinterbliebenenversorgung
Im Falle des Todes soll die Familie nanziell abgesichert sein
  Berufsunf

ahigkeitsversorgung
Tritt Berufsunf

ahigkeit ein soll der pl

otzliche Lohnwegfall durch die
Aufstockung der Rente gemindert werden
  Kapitalbildung
F

ur entscheidende Lebensabschnitte zB Gr

undung einer eigenen Exi
stenz der Kinder Altersversorgung etc soll nanziell vorgesorgt wer
den

	
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Die Versicherung wird auf das Leben der versicherten Person abge
schlossen Deren Risikomerkmale Alter Geschlecht Gesundheitszustand
Beruf haben entscheidenden Einu auf die Bestimmung des Beitrages Je
nach Tarifauspr

agung wird bei Tod Erleben des Vertragsablaufs bzw Be
rufsunf

ahigkeit der versicherten Person die vereinbarte Versicherungsleistung
f

allig
Der Versicherungsnehmer schliet den Versicherungsvertrag mit dem
Versicherer ab Er zahlt die Beitr

age und hat Anspruch auf die Versiche
rungsleistung
Die Versicherungssumme ist der vertraglich vereinbarte Geldbetrag
der im Versicherungsfall an den Versicherungsnehmer zur Auszahlung kom
men soll Die Versicherungsleistung wird bei Vertragsende als Erlebensfall
summe bei Tod als Todesfallsumme wirksam Die Versicherungssumme
bildet die Basis f

ur diese beiden Summen die sich je nach Tarifauspr

agung
unterschiedlich entwickeln k

onnen
Bei K

undigung der Versicherung durch den Versicherungsnehmer wird nur
ein Teil der eingezahlten Beitr

age ausgezahlt Dieser Wert wird als R

uck
kaufswert bezeichnet
Weitere Parameter die eine Lebens und Kapitalversicherung auszeich
nen werden im folgendem Abschnitt der den konkreten Tarif D beschreibt
aufgelistet und erl

autert
 Der Tarif D
Eine Kapital und Lebensversicherung kann je nach Lebenslage des Kunden
eine unterschiedliche Zielsetzung haben Weiterhin sorgen die pers

onlichen
Risikomerkmale und nanzielle Lage der Kunden daf

ur da der Versicherer
eine Kapital und Lebensversicherung als eine groe Anzahl von Versiche
rungen unterschiedlichster Tarifauspr

agungen anbieten mu um m

oglichst
alle Zielgruppen bedienen zu k

onnen Auf den Kunden kann das nat

urlich
verwirrend wirken Weiterhin ist auch die Handhabung und Verwaltung auf
Seiten des Versicherers komplex
Bei der Gothaer Versicherungen aG soll jedoch in Zukunft ein Baustein
system alle Tarifarten durch einen einzigen Tarif ersetzen Aus diesem Grund
 DER TARIF D
 	
wurde der Tarif D entwickelt der im wesentlichen alle anderen Tarife abbil
den kann Er ist sehr exibel so da er genau auf die Bed

urfnisse des Kunden
zugeschnitten werden kann Somit k

onnen viele Produkte mittels eines Ta
rifes angeboten werden Der D kann unter anderem als Direktversicherung
durch Gehaltsumwandlung zur Anlage der verm

ogensbildenden Leistungen
und zur GesellschafterGesch

aftsf

uhrerVersorgung verwendet werden Theo
retisch ist auch angedacht ihn mit Krankenversicherungen etc zu kombinie
ren
Der D kann kurz als eine Kapitalversicherung auf den Todes und Er
lebensfall mit variabler Todesfallsumme kurz TFS gegen laufende oder
abgek

urzte Beitragszahlung und mit variablem Aufl

osungsrecht bezeichnet
werden Was das im einzelnen bedeutet soll in den folgenden Abschnitten
genauer erl

autert werden
Die Bezeichnung D ist der interne Name als MarketingName wird die
Bezeichnung VarioTimePolice benutzt
  Die Versicherungsdauer
Die Versicherungsdauer besteht aus zwei Phasen
 der Grundphase und der
Aufl

osungsphase
In der Grundphase bleibt die Erlebensfallsumme kurz EFS konstant Die
Dauer der Grundphase sollte aus steuerlichen Gegebenheiten mindestens 	
Jahre betragen Eine Ausnahme bildet der Bereich der betrieblichen Alters
versorgung hier mu die Grundphase nur mindestens  Jahre betragen
In der Aufl

osungsphase hat der Kunde das Recht die Versicherung auf
zul

osen Anders als in der Grundphase steigt die EFS Die Dauer der Auf
l

osungphase kann zwischen  und  Jahren liegen
Die Dauer der beiden Phasen wird zu Versicherungsbeginn festgelegt
Das H

ochstendalter des Kunden darf dann inklusive der Aufl

osungsphase
maximal  Jahre betragen
 Die Todesfallsumme TFS
Die TFS wird immer in Prozent der Versicherungssumme angegeben und
entwickelt sich linear von einem im ersten Versicherungsjahr g

ultigen End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satz der zwischen  und 	 der Versicherungssumme liegen darf bis
zu einem Endsatz im letzten Jahr der Grundphase der dann zwischen 
und 	 der Versicherungssumme liegen darf
Es kann allerdings zu Beginn der Versicherungsdauer eine Phase mit kon
stanter TFS vereinbart werden erst nach dieser Phase steigt oder f

allt die
TFS auf den gew

unschten Endsatz Die Entwicklung der TFS wird als Lei
stungsverlauf bezeichnet der  unterschiedliche M

oglichkeiten beinhaltet
Ist die Beitragszahlungsdauer kleiner als die Grundphase so mu der An
fangssatz mindestens  der Basissumme betragen Ist der Anfangssatz
kleiner als  so mu folgendes Verh

altnis gelten

Dauer der Phase mit konstanter TFS
Dauer der Grundphase
 Anfangssatz  
Das bedeutet da zB die konstante Dauer maximal  der Grundphase
betragen darf wenn der Anfangssatz bei  liegt
In der Aufl

osungsphase bleibt mindestens die am Ende der Grundpha
se g

ultige TFS versichert Weiterhin gilt ein Prozentsatz zZt  der
die Mindesth

ohe der TFS bezogen auf die EFS in der Aufl

osungsphase fest
schreibt
Aus steuerlichen Gr

unden mu die TFS mindestens  der Beitrags
summe betragen Die Dierenz zwischen Todes und Erlebensfallsumme darf
maximal  DM sein Die Todesfallsummen werden immer auf volle DM
aufgerundet
 Die Beitragszahlung
Wie im vorangegangenen Abschnitt schon erw

ahnt kann die Beitragszah
lungsdauer k

urzer als die Dauer der Grundphase sein Der zu zahlende Bei
trag ermittelt sich aus der Versicherungssumme dem gew

ahlten Verlauf der
TFS der Dauer der Beitragszahlung in der Grundphase und Dauer der
Grundphase selbst
In der Regel bezahlt der Kunde Jahresbeitr

age es ist aber unterj

ahrige
Zahlungsweise gegen Zuschl

age m

oglich Es gibt keine laufende Beitragszah
lung in variabler H

ohe oder abgesenkte Anfangsbeitr

age
 DER TARIF D
 	
 Die Dynamik
Hat der Kunde Dynamik vereinbart so hat er jedes Jahr einmal das Recht
den Beitrag um einen festgeschriebenen Wert zu erh

ohen Der Wert kann vom
Kunden zwischen  und  gew

ahlt oder an den Zuwachs der gesetzlichen
Rentenversicherung aber mindestens  gekoppelt werden
Mit Abschlu des Vertrages mu der Kunde einen Rhythmus bestimmen
wann die Dynamik wirksam wird Der Beitrag wird dann j

ahrlich alle zwei
oder alle drei Jahre erh

oht
F

ur die Verwendung des erh

ohten Beitrages gibt es zwei M

oglichkeiten

  Todes und ErlebensfallDynamik
Sowohl die TFS als auch die EFS werden

uber die restliche Dauer der
Grundphase im gleichen Verh

altnis erh

oht
  Reine Erlebensfalldynamik
Diese Dynamik ist nur f

ur einen speziellen der zehn Leistungsverl

aufe
m

oglich Solange die EFS kleiner als die TFS ist wird nur die EFS
erh

oht die TFS bleibt konstant Wenn die EFS die TFS

ubersteigen
w

urde so werden sie gleichgesetzt und

uber die restliche Dauer der
Grundphase im gleichen Verh

altnis erh

oht
Das Erh

ohungsrecht endet sp

atestens ein Jahr bei Versicherungen ohne Auf
l

osungsrecht sogar sp

atestens drei Jahre vor dem Ende der Beitragszahlung
 Das Zuzahlungsrecht
Der Kunde hat bei Versicherungen ohne Aufl

osungsrecht mit laufender Bei
tragszahlung das Recht Zuzahlungen zur Abk

urzung der Beitragszahlungs
dauer oder Erh

ohung der Basissumme zu leisten
 Zusatzversicherungen
Zusatzversicherungen k

onnen in den D eingeschlossen werden
In der Aufl

osungsphase erh

ohen sich die Leistungen der Zusatzversiche
rungen weder durch die Erh

ohungen der EFS noch durch eine Dynamisie
	
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rung Eine Ausnahme bildet die Berufsunf

ahigkeitsZusatzversicherung kurz
BUZ ihre Beitragsfreiheit kann durch die Dynamik mitwachsen
In dieser Arbeit soll als Zusatzversicherung nur die BUZ ber

ucksichtigt
werden Dabei hat der Kunde die Wahl zwischen zwei Tarifen

  BJ
Im Versicherungsfall erfolgt eine Beitragsbefreiung der Haupt und Zu
satzversicherung
  BJr
Bis zum Ablauf der Versicherung kann eine zus

atzliche Rente vereinbart
werden
 Die Erh
	
ohungsoption
Bis zum Alter  der versicherten Person darf der Kunde die TFS auf die ak
tuelle EFS anheben sogar bis auf 	 der EFS ist eine Anhebung m

oglich
Dann ist allerdings ab Alter  der versicherten Person eine positive Gesund
heitspr

ufung n

otig
F

ur die Ausf

uhrung der Erh

ohungsoption gibt es  Optionsanl

asse

  Heirat
  Geburt oder Adaption eines minderj

ahrigen Kindes
  Erwerb eines selbstgenutzten Eigenheimes
  erstmalige Existenzgr

undung
Die Erh

ohungsoption kann vom Kunden innerhalb von  Monaten nach
Eintritt eines der aufgez

ahlten Optionsanl

asse wahrgenommen werden Das
Recht zur Aus

ubung der Option entf

allt wenn eine mitversicherte BUZ lei
stungspichtig ist Die Option kann nur w

ahrend der Grundphase ausge

ubt
werden
Bei der Aus

ubung der Option sind die aktuellen steuerlichen Gegebenhei
ten zu beachten
 DER TARIF D
 	

 Die
	
Uberschubeteiligung
Da die Gothaer Versicherungen aG ein Versicherungsverein auf Gegensei
tigkeit ist werden die vom Unternehmen erzielten

Ubersch

usse abz

uglich
bestimmter Kosten nahezu komplett an die Kunden weitergegeben
Beim Tarif D gibt es zwei

Uberschubezugssysteme

  Gewinnsystem BE
Der j

ahrliche

Uberschuanteil wird f

ur eine zus

atzliche Versicherung
verwendet die vor allem die Versicherungsleistung im Erlebensfall
erh

oht
  Gewinnsystem BR
Der j

ahrliche

Uberschuanteil wird f

ur eine Reduktion des Beitrages
von Beginn an sowie f

ur eine zus

atzliche Versicherung verwendet die
vor allem die Versicherungsleistung im Erlebensfall erh

oht
 Die Preisklasse
Der D ist in allen Preisklassen unterschiedliche Abschlukosten mit eventu
ell weiteren Nachl

aen m

oglich F

ur den Prototypen sollen aber nur folgende
vier Preisklassen ber

ucksichtigt werden

 Einzeltarif E
Normale Tarifpr

amie ohne jegliche Verg

unstigung
	 Kollektivvertrag K
Kollektivvertrag mit verringerten Abschlukosten
 Kollektivvertrag G
Kollektivvertrag mit noch geringeren Abschlukosten als Kollektivver
trag K
 Haustarif H
Tarif mit sehr geringen Abschlukosten
	
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 Fazit
Nach der Kl

arung grundlegender Begrie und der Analyse der Struktur und
Bestandteile des Tarifmodells wird im folgenden Kapitel ein Informations
modell deniert
Die AVSG hat sich entschieden da einige Bestandteile des Tarifes D
zB andere Zusatzversicherungen auer der BUZ im Modell nicht verwirk
licht werden m

ussen Diese Komponenten sind in der obigen Analyse bereits
vernachl

assigt worden
Kapitel 
Der Modellentwurf
Die Grundlage f

ur die sp

atere Umsetzung des Tarifmodells D in ein Daten
bankschema bildet ein Datenmodell das in diesem Kapitel entworfen wird
Dem Modellentwurf liegt die Analyse des Tarifmodells D im vorangegan
genen Kapitel zugrunde
Da die Applikation in Java implementiert werden soll bietet sich ein ob
jektorientierter Modellentwurf an Dazu wurde das SharewareTool Object
Domain der Firma Object Domain Systems in der Version a benutzt
Der Entwurf liegt in der Object Modeling TechniqueNotation kurz OMT
vor siehe Abbildung 
Nach Denition der ben

otigten Klassen werden die einzelnen Parameter
des D hinsichtlich ihrer Bedeutung untersucht und den entsprechenden Klas
sen hinzugef

ugt Das Modell wird dann durch die Denition der Beziehungen
zwischen den Klassen komplettiert
 Festlegung der Klassen
Anhand der Tarifbeschreibungen wurden alle Gr

oen die eine Lebensversi
cherung des Tarifmodells D enth

alt in tabellarischer Form mit ihren Inte
grit

atsbedingungen gesammelt
Dabei zeigte sich da Daten zu folgenden Objekten ben

otigt werden

  die versicherte Person
	
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VD Beitrag TFS EFS RKW
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Tabelle 
 Beispiel f

ur die Ergebnistabelle eines Angebotes
  der Versicherungsnehmer
  die Tarifdaten der Lebensversicherung
Der Versicherungsnehmer mu zwar nicht die versicherte Person sein seine
Daten spielen allerdings f

ur eine Angebotseinholung keine Rolle Um ein An
gebot zu erstellen reichen die Risikomerkmale der versicherten Person aus
Wer den Beitrag bezahlt und Anspruch auf die Versicherungsleistung hat ist
zu diesem Zeitpunkt belanglos
Innerhalb der Tarifdaten der Lebensversicherung gibt es Gr

oen die un
abh

angig von der Tarifauspr

agung in allen Lebensversicherungen einer Tarif
generation gleich sind zumindest gilt dies f

ur Vertragsabschl

usse im gleichen
Zeitraum Sie stellen auch in gewisser Weise Rahmenbedingungen seitens des
Versicherers dar Deshalb wurden diese Gr

oen herausgel

ost sie sollen ei
ne eigene Klasse Kenngroe bilden Diese Kenngr

oen sollen bei Start der
Applikation aus der Datenbank gelesen werden Durch

Anderung von steu
erlichen Gegebenheiten k

onnen sich diese Gr

oen

andern Die

Anderung der
Kenngr

oen ist dann nur in der Datenbank zu vollziehen die Applikation
mu nicht angepat werden
Zum Vorgang der Angebotseinholung geh

ort auch ein Ergebnis
 Eine Ta
belle soll Auskunft dar

uber geben wie sich der Beitrag der R

uckkaufswert
in Tabelle  RKW die TFS und EFS im Laufe der Versicherungsdauer
in Tabelle  VD entwickeln
Die Zahlen der Beispieltabelle  sind frei erdacht es steckt keine
Berechnung nach den Tarifmast

aben seitens der Gothaer Versicherungen
aG dahinter
 ENTWURF EINES KLASSENSTRUKTURMODELLS 	
Im Tarifmodell des D existiert eine groe Anzahl von Parametern
die allerdings f

ur den Zweck einer Angebotseinholung per WWW keine
Bedeutung haben und aus diesem Grund vernachl

assigt werden k

onnen
Zum Teil sind diese deshalb in der Beschreibung des Tarifes D nicht
genannt worden Weiterhin kann auf die Erh

ohungsoption verzichtet werden
sie ist erst bei laufendem Vertrag von Bedeutung
Im Gegensatz zur ersten Grobeinsch

atzung siehe oben besteht das allge
meine Datenmodell das f

ur die geforderten Zwecke ausreichend ist also aus
folgenden vier Klassen

  versicherte Person
  Tarifdaten
  Kenngr

oen
  Ergebnis
Der Aufbau der Klassen und ihre Beziehungen untereinander werden im
folgenden Abschnitt deniert
 Entwurf eines Klassenstrukturmodells
  Die Attribute
Anhand der Tarifbeschreibung und eines g

ultigen AntragsFormulars wurden
in Absprache mit der AVSG Attribute festgelegt die f

ur die Applikation rele
vant bzw irrelevant sind Nach Streichung der irrelevanten Attribute wurden
die

ubrigen Attribute den entsprechenden Klassen Person und Tarifdaten
zugeordnet sie k

onnen der Abbildung  entnommen werden
Die Wahl der Namen f

ur die Klassen und Attribute ist in Absprache mit
M Basler Bas getroen worden so wurde aus Tarifdaten einfach Tarif
und aus Kenngroen wurde Kenngroessen
Die Attribute der Klassen Person und Tarif sind in der Tarifbeschreibung
erl

autert worden Neu sind in dieser Klasse die Attribute Berechnungsart
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Abbildung 
 Das Modell des D
 ENTWURF EINES KLASSENSTRUKTURMODELLS 
und Vorgabewert weil die Angebotserstellung auf zwei unterschiedlichen
Wegen erfolgen kann Entweder gibt der Anwender eine Versicherungssumme
vor und in Abh

angigkeit aller Parameter wird der Beitrag berechnet oder der
Anwender gibt einen gew

unschten Beitrag vor der dann zur Berechnung der
Versicherungssumme f

uhrt Somit erm

oglicht das Attribut Berechnungsart
die Interpretation des Vorgabewertes Die Methode speichern soll in beiden
Klassen das jeweilige Objekt in der Datenbank persistent machen
Aus den gesammelten Integrationsbedingungen aus der Analyse des D
wurden einige ausgesucht in Absprache mit der AVSG und Bas die den
g

ultigen Bereich von Eingangsparametern durch ein Intervall festlegen Die
damit festgelegten Attribute werden der Klasse Kenngroessen zugeordnet
Die Namen der Attribute entsprechen den jeweiligen Eingangsparametern
Die restlichen Integrationsbedingungen wurden hier nicht ber

ucksichtigt um
das Modell und die sp

atere Nutzung der Klasse Kenngroessen durch die
Applikation nicht zu sehr zu komplizieren
Weiterhin ist ein zus

atzliches Attribut Gueltig seit dazugekommen um
bei Erstellung eines Angebotes die aktuelle Version eigentlich das

aktuelle
Objekt der Kenngr

oen bestimmen zu k

onnen Es k

onnte sein da auch
innerhalb einer Tarifgeneration

Anderungen dieser Kenngr

oen erfolgen Die
Methode laden soll

uber den Parameter aktuelles Datum das g

ultige Objekt
aus der Datenbank holen
Die Klasse Ergebnis hat drei Attribute erhalten Das Attribut Tarif
soll die g

angige Tarifbezeichnung eine Zeichenkette aus Grobuchstaben
und Zahlen aufnehmen die die generelle Tarifauspr

agung charakterisiert
Wird der Abschlu einer BUZ gew

unscht wird der Beitrag f

ur die BUZ
berechnet und als Aufschlag zum bisherigen Beitrag addiert Das Attribut
BUZ Aufschlag nimmt diesen Wert auf Der Parameter Tabelle nimmt die
Werte der Ergebnistabelle auf Die Methode speichern soll das Objekt in
der Datenbank persistent machen
 Die Beziehungen
Wie der Abbildung  zu entnehmen ist wurden drei Beziehungen deniert
  Die Beziehung schliet ab
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Eine Person kann sich mehrere Angebote erstellen lassen somit kann
die gleiche Personen mehrere Tarifdaten eingeben Ein Objekt der Klas
se Tarif kann aber nur genau einem Objekt der Klasse Person zuge
ordnet werden
  Die Beziehung ergibt
Es besteht eine 
Beziehung zwischen einem ErgebnisObjekt und
einem TarifObjekt
  Die Beziehung wird bestimmt
Tarifdaten unterstehen immer genau einer der akuellen Instanz der
Klasse Kenngroessen Wird im G

ultigkeitszeitraum einer dieser In
stanz kein Angebot erstellt hat diese Instanz auch keine Beziehung zu
Objekten der Klasse Tarif
 Fazit
Mit der Denition des Datenmodells stehen die Struktur und die Parame
ter der Daten fest die die Applikation ben

otigt und die in einer Datenbank
gehalten werden sollen Dabei wurde nicht das gesamte Tarifmodell D ab
gebildet sondern es entstand ein kompakteres Modell das nach Meinung der
AVSG einen ausreichenden Umfang f

ur eine Angebotserstellung per WWW
besitzt
Dieses Datenmodell wird die Grundlage bilden wenn im n

achsten Kapitel
die JavaSchnittstelle deniert wird
Kapitel 
Die JavaSchnittstelle
In diesem Kapitel soll auf der Denition des Datenmodells aufbauend eine Ja
vaSchnittstelle erstellt werden Dazu mu das Datenmodell in JavaKlassen
abgebildet werden Diese Schnittstelle wird dann f

ur die beiden DBMS jeweils
getrennt implementiert
 Die Abbildung des Datenmodells in Java
Klassen
Bei der Abbildung des Datenmodells in Java wurde in den folgenden drei
Etappen vorgegangen
 Abbildung der Klassenstruktur ohne Methoden
	 Abbildung der Beziehungen
 Umsetzung der Methoden
Warum die Methoden im ersten Schritt zun

achst weggelassen wurden wird
im Abschnitt  gekl

art
   Die Abbildung der Klassenstruktur
Die Klassen des Datenmodells siehe Abbildung  werden mit gleichen
Klassen und Attributnamen in Java als

oentliche Klassen deklariert

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Dabei m

ussen auch die Typen festgelegt werden F

ur die Abbildung s

amt
licher Attribute reichen vier JavaTypen

  String
f

ur alle Zeichenketten
  int
f

ur alle Zahlen die gr

oere Werte als 	 annehmen k

onnen
  byte
f

ur alle Zahlen die niemals gr

oer als 	 werden
f

ur Aufz

ahlungstypen siehe zB Attribut Anrede der Klasse Person
  boolean
f

ur alle booleschen Werte
Java besitzt auch eine Klasse zur Aufnahme von Datumsangaben die
f

ur die Abbildung des SQLTypen Date geeignet ist Da aber auch DB	
das Datum als Zeichenkette abspeichert und aus Zeichenketten jederzeit in
Java Datumsangaben gewonnen werden k

onnen werden auch innerhalb des
Prototypen die Datumsangaben als Zeichenkette verarbeitet
Das folgende Beispiel der Umsetzung der Klasse Person illustriert die
erl

auterte Vorgehensweise
public class Person f
public byte Anrede  Herr 	Frau 
Firma
public String Name
public String Vorname
public String Geburtsdatum
public byte Geschlecht  maennlich 	weiblich
public String Strasse  incl Hausnr
public String Ort
public String Plz
public String Telefon
public String Fax
public String Email
g
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Die Denition aller Klassen kann im Anhang A nachgesehen werden
Im Vergleich zum Datenmodell siehe Abbildung  wurde die Klasse
Person um das Attribut Geschlecht erweitert Es l

at sich eigentlich aus
dem Attribut Anrede ableiten und dient nur der bequemeren Handhabung
bei der Implementierung des Prototypen
Aus diesem Grund ist auf in

Ubereinstimmung mit Bas auch die Klasse
Tarif um zwei Attribute erweitert worden Die neuen Attribute der Klasse
Tarif lauten Eintrittsalter und Dynamik Das Attribut Eintrittsalter
l

at sich eigentlich aus der Angabe des Geburtstages und des Versicherungs
beginnes berechnen und bezeichnet das Alter der zu versichernden Person
zum Zeitpunkt des Versicherungsbeginnes Das Attribut Dynamik soll anzei
gen ob eine Dynamik vereinbart wurde oder nicht Es liee sich auch aus dem
Wert des Attributs Erhoehung um ableiten  ist der Wert gr

oer als Null ist
eine Dynamik gew

unscht betr

agt der Wert Null dann ist keine Dynamik
gew

unscht
Zur Berechnung der Werte dieser zus

atzlichen Attribute wird in den Klas
sendenitionen eine Methode AbleitbareAttribute deklariert siehe An
hang A
Beim Attribut Preisklasse repr

asentieren die vier m

oglichen Buchsta
ben E K G und H die im Abschnitt 		 vorgestellten Preisklassen Das
Attribut Gewinnsystem nimmt die beiden M

oglichkeiten der

Uberschube
teiligung auf
Wenn eine BUZ eingeschlossen wird nimmt das Attribut BUZ Tarif den
gew

ahlten Tarif siehe Abschnitt 		 auf Wenn eine BUZ leistungspichtig
werden sollte hat der Versicherungsnehmer die Wahl ob er auch weiterhin
Beitrag bezahlen will oder nicht Diese Entscheidung wird im Attribut
BUZ Beitragsbefreiung festgehalten Das Attribut BUZ Ablaufalter
bestimmt bis in welches Alter die BUZ leistungspichtig sein soll Dabei
kann eine monatliche Rente vereinbart werden Attribut BUZ Barrente
Die Attribute der Klasse Kenngroessen werden bis auf Gueltig seit als
eindimensionales Array deniert um den kleinsten und gr

oten der m

ogli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chen Werte aufnehmen zu k

onnen In der Beschreibung des Tarifemodells D
wurde erkl

art da zB der Anfangswert der TFS zwischen  und 	
der Versicherungssumme liegen darf Daher soll das entsprechende Attribut
folgende Werte enthalten

TFS Anfang  	
TFS Anfang	  

Eine Instanz dieser Klasse mu dann mit den aktuell g

ultigen Werten in der
Datenbank abgelegt werden bevor die Applikation eingesetzt werden kann
Auch die Klasse Ergebnis l

at sich ohne Probleme als JavaKlasse denie
ren Dabei wird das Attribut Tabelle als zweidimensionales Array deniert
  Die Abbildung der Beziehungen
Beziehungen sind in Java nur

uber Komponentenobjekte darstellbar Des
halb wurde eine weitere Klasse Angebot deniert

uber die die Beziehungen
zwischen den Klassen Tarif und Person bzw Ergebnis umgesetzt werden
k

onnen
Erg

anzt wird die Klasse um zwei Attribute
 Angebotsnummer und Datum
Das Attribut Angebotsnummer soll eine laufend vergebene Nummer f

ur in
terne Zwecke aufnehmen das Attribut Datum beinhaltet das Datum der An
gebotserstellung
Damit die Kardinalit

aten der Beziehung zwischen den Klassen Person und
Tarif siehe Abbildung  gewahrt werden mu bei der Speicherung der
Objekte in eine Datenbank zugesichert werden da gleiche Personen auch
nur durch eine Instanz der Klasse Person dargestellt werden
Da zu allen eingehenden Tarifdaten immer das Ergebnis neu berechnet
wird sind f

ur die 
Beziehung zwischen der Klasse Ergebnis und Tarif
keine weiteren Randbedingungen zu beachten
Durch die Funktionsweise der Methode die das aktuelle Kenngroessen
Objekt aus der Datenbank laden soll und des neuen Attributes Datum der
Klasse Angebot kann auch die dritte Beziehung zwischen Kenngroessen und
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Tarif verwirklicht werden Eine weitere Voraussetzung ist die Garantie da
sich alle Instanzen der Klasse Kenngroessen im Attribut Gueltig seit von
einander unterscheiden Damit kann mit der Implementierung der Methode
ladenaktuelles Datum sichergestellt werden da genau ein n

amlich das
aktuelle Objekt geladen wird

Ubergibt man dieser Methode das Attribut
Datum der Klasse Angebot kann jederzeit einer Instanz der Klasse Tarif das
entsprechende KenngroessenObjekt zugeordnet werden Auch die andere
Richtung w

are m

oglich
 Bestimmt man zu einem KenngroessenObjekt das
n

achst

altere k

onnen alle Instanzen der Klasse Angebot und damit alle In
stanzen der Klasse Tarif deren Datum innerhalb des ermittelten Intervalles
liegt genau einem KenngroessenObjekt zugeordnet werden
Um das Bestimmen des n

achst

alteren Objektes zu vereinfachen k

onn
te man ein zus

atzliches Attribut in die Klasse Kenngroessen aufnehmen
Entweder fungiert das neue Attribut als Z

ahler die Instanzen w

aren also
durchgehend numeriert oder das Attribut nimmt immer einen Verweis zum
nachfolgenden und damit n

achst

altestem Objekt auf Da diese Funktiona
lit

at nicht gefordert ist wurde darauf bei der Umsetzung in Java verzichtet
  Die Umsetzung der Methoden
Die Methoden k

onnen in der jeweiligen Klasse gekapselt werden Aber in
Hinblick auf Erweiterungen oder Ver

anderung der Datenbankzugrie wurde
entschieden eine eigene Klasse Datenbank zu denieren die die Kommuni
kation mit dem DBMS

ubernimmt Bei

Anderungsw

unschen zu den Daten
bankzugrien mu nur die Klassendenition der Klasse Datenbank ge

andert
werden die anderen Klassen k

onnen unver

andert bleiben Dadurch soll Pege
und Wartung erleichtert werden
Es werden f

ur den Prototypen zwei Methoden ben

otigt eine Methode l

adt
die aktuelle Instanz der Kenngroessen eine weitere speichert das komplette
Angebot ab Mit dem Speichern eines Objektes der Klasse Angebot wer
den auch jeweils die KomponentenObjekte der Klassen Person Tarif und
Ergebnis gespeichert
public class Datenbank f
public void saveAngebotAngebot angebot f
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g
public Kenngroessen getKenngroessenString d f
Kenngroessen kenngroessen  new Kenngroessen
return kenngroessen
g
g
Die Methoden sollen folgendes leisten

  public void saveAngebotAngebot angebot
Das

ubergebene AngebotObjekt wird in die Datenbank gespeichert
  public Kenngroessen getKenngroessenString d
Der Parameter d enth

alt das aktuelle Datum damit das g

ultige Objekt
geladen und zur

uckgegeben werden kann Der Verweis auf das Objekt
ist leer wenn ein Fehler aufgetreten ist
Die Methodenr

umpfe sind noch leer sie werden dann f

ur die jeweilige
Datenbank implementiert Wie die Implementierung der Methoden erfolgt
wird in sp

ateren Abschnitten behandelt
  Die Schnittstelle als JavaPackage
Java bietet zwar f

ur Schnittstellen die M

oglichkeit der Denition eines In
terfaces aber in einem Interface k

onnen nur Konstanten und abstrakte Me
thoden nur Methodenk

opfe die Implementierung der Methode bleibt der
Klasse vorbehalten die dieses Interface implementiert enthalten sein Da
her reichen die M

oglichkeiten eines Interfaces f

ur die Umsetzung der oben
denierten Klassen nicht aus Schnittstellen werden daher

ublicherweise in
einem sogenannten Package B

undelung von Klassen deniert Das Interface
ist vielmehr als Ersatz f

ur die MehrfachVererbung zu sehen denn in Java
ist es erlaubt da eine Klasse mehrere Interfaces implementiert Damit mu
diese Klasse die gesamte Funktionalit

at f

ur die in den Interfaces denierten
Methoden bereitstellen
Um f

ur die Applikation die JavaKlassen als Schnittstelle zur Verf

ugung
zu stellen wurden sie also in einem Package DB Zugriff geb

undelt Dieses
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Abbildung 
 Ausgabefenster der Kenngr

oen
Package mu nun nur bei der Implementierung der Applikation importiert
werden
import DB Zugriff
danach k

onnen die Klassen so wie oben beschrieben benutzt werden
 Die TestApplets
Zur Evaluierung der JavaSchnittstelle wurden drei Applets zum Testen der
beiden Zugrismethoden getKenngroessen und saveAngebot imple
mentiert
 Laden der Kenngr

oen
Zum Laden der Kenngr

oen wurde ein Applet LadeKG implementiert
Es fragt ein Datum ab und ermittelt aus der Datenbank die Instanz die
am Tag des

ubergebenen Datums aktuell war Die Ausgabe der Daten
erfolgt in einem eigenen Fenster das in Abbildung  dargestellt ist
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Abbildung 	
 Fenster zur Angebotserstellung
	 Speichern eines Angebotes
Beim Start des Applets Angebotserstellung werden in einem Fenster
siehe Abbildung 	 alle ben

otigten Daten zur Angebotserstellung
abgefragt Bei einem Mausklick auf den Button

Berechne Angebot
werden die Instanzen der JavaKlassen Person Tarif Ergebnis und
Angebot anhand der get

atigten Angaben erzeugt Die Ergebnisdaten
werden innerhalb dieses TestApplets nat

urlich nicht berechnet son
dern willk

urlich aufgef

ullt In einem neuen Fenster wird das Ergebnis
pr

asentiert In diesem Fenster kann dann mit einem Mausklick auf den
Button

Angebot speichern das Angebot in die Datenbank gespeichert
werden
 Laden eines Angebotes
Nach dem Start des Applets LadeAngebot kann dem Fenster eine An
gebotsnummer

ubergeben werden Das entsprechende Angebot wird
daraufhin aus der Datenbank geladen und in einem eigenen Fenster
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pr

asentiert
W

ahrend der Erzeugung der Instanzen und w

ahrend der Zugrie auf die
Datenbank werden auf der Konsole entsprechende Mitteilungen ausgegeben
Um die Applets auch in einem Browser ablaufen zu lassen wurden ent
sprechende HTMLSeiten erzeugt
 Fazit
Unter Beachtung von einigen Bedingungen ist die Abbildung des Datenmo
dells in JavaKlassen ohne Informationsverlust erfolgt Nach dieser Abbildung
steht eine JavaSchnittstelle als Package zur Verf

ugung Allerdings sind bisher
noch keine Datenbankzugrie m

oglich die im Package deklarierten Methoden
sind noch nicht implementiert Dennoch steht zu diesem Zeitpunkt f

ur die zu
entwickelnde Applikation fest welche JavaKlassen existieren und wie diese
JavaKlassen benutzt werden Diese Schnittstelle ist die Basis der zweiten
Diplomarbeit Bas innerhalb dieses Projektes die sich vornehmlich mit
der Implementierung der Applikation besch

aftigt und ab diesem Zeitpunkt
parallel und unabh

angig erfolgen kann
Die n

achsten Arbeitsschritte werden die Implementierungen der beiden
Methoden die die n

otigen Datenbankzugrie realisieren f

ur die jeweiligen
DBMS sein

Kapitel 	
Die Schnittstelle f

ur DB
In diesem Kapitel wird erl

autert wie die JavaSchnittstelle f

ur DB	 umge
setzt wird
Nach einer kurzen Vorstellung von DB	 wird gezeigt wie die JavaKlassen
in das Datenmodell von DB	

uberf

uhrt werden Eine M

oglichkeit auf rela
tionale DBMS aus Java zuzugreifen ist die Verwendung von JDBC Diese
Spezikation wird im Abschnitt  in ihren wesentlichen Punkten erl

autert
da JDBC f

ur die Zugrie auf DB	 verwendet wird Anschlieend wird das
JavaBinding kurz JB von DB	 vorgestellt
 Das relationale DBMS DB
F

ur diese Arbeit wurde DB	 in der Version  verwendet
DB	 von IBM ist ein relationales DBMS f

ur die PlattformenWindows Un
ix und OS	 Die Anfragesprache ist SQL mit einigen Spracherweiterungen
Da die M

oglichkeiten von SQL nicht immer ausreichend sind k

onnen benut
zerdenierte Funktionen kurz UDF  userdened function erstellt werden
Sie k

onnen ua in h

oheren Programmiersprachen implementiert werden und
aus einer SQLAnweisung aufgerufen werden UDFs liefern einen einzelnen
Wert oder eine Tabelle zur

uck
Um den Netzverkehr zu verringern k

onnen auch Prozeduren auf Verlangen
des Clients direkt auf dem DB	Server ausgef

uhrt werden der dann nur
das Endergebnis an den Client

ubermittelt Diese Prozeduren werden stored

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
UR DB
procedures genannt
Neben Constraints und Triggern kann der Anwender auch benutzerde
nierte Datentypen verwenden Unter den m

oglichen Datentypen werden auch
Large Objects kurz LOB unterst

utzt
Das DB	 Call Level Interface kurz DB	 CLI ist ein C und C API
zum Datenbankzugri auf alle DB	Server Dynamische SQLAnweisungen
k

onnen ausgef

uhrt werden indem sie als Argumente bei Funktionsaufrufen

ubergeben werden Somit stellt DB	 CLI eine Alternative zu Embedded SQL
dar ben

otigt aber keine HostVariablen oder Precompiler
 Die Abbildung des Modells in das Rela
tionenmodell
Da das Datenmodell objektorientiert entworfen wurde mu f

ur DB	 eine
Abbildung des Datenmodells in ein relationales Modell erfolgen Dabei wird
gleich vom JavaModell ausgegangen weil dieses bereits um einige wichti
ge Attribute erweitert wurde Die Attribute die nur Zwischenwerte von Be
rechnungen enthalten zB das Attribut Eintrittsalter der Klasse Tarif
werden nicht ins Relationenmodell

ubernommen
  Abbildung der Klassen
Die Klassen Person Tarif Kenngroessen Ergebnis und Angebot wer
den auf Relationen abgebildet Da das Relationenmodell

uber keine Metho
den im objektorientierten Sinn verf

ugt kann auf die Abbildung der Klasse
Datenbank in eine Relation verzichtet werden
Die Attributnamen werden genau

ubernommen
 Denition von Schl
	
usseln
F

ur die entstandenen Relationen m

ussen Schl

ussel deniert werden Die At
tribute der Relationen Person Tarif und Ergebnis eignen sich nicht f

ur die
Denition eines kurzen Schl

ussels denn bis auf die Relation Person w

urde
der Schl

ussel sich aus s

amtlichen Attributen der Relation zusammensetzen
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Daher wird in die Relationen ein weiteres Attribut eingef

ugt das jedes Tupel
der Relation eindeutig kennzeichnet und somit die Funktion eines Schl

ussels

ubernehmen kann Dieser Vorgang ist eigentlich nur die Abbildung der Ob
jektidentit

at in einen f

ur die Relation einmalig vorkommenden Attributwert
Dabei kann das Attribut Angebotsnummer das eindeutig ist und daher als
Schl

ussel in der Relation Angebot dienen kann auch Schl

ussel in den Rela
tionen Tarif und Ergebnis sein
Da sich eine Person mehrere Angebote erstellen lassen k

onnte kann dieser
Schl

ussel in der Relation Person nicht verwendet werden Daher erh

alt die
Relation Person ein neues Attribut das als Schl

ussel fungiert Die Bildung
eines Schl

ussels aus den vorhandenen Attributen w

are durchaus denkbar
zB k

onnten aus dem Namen Vornamen Geburtsdatum und eventuell aus
der Adresse ein Schl

ussel deniert werden Das ist aber ung

unstig weil dieser
Schl

ussel auch Fremdschl

ussel in der Relation Angebot ist und somit die
Anzahl redundanter Daten erh

oht wird
In der Relation Kenngroessen bildet das Attribut Gueltig seit den
Schl

ussel
 Abbildung der ObjektKomponentenobjekt
Beziehungen
Die Klasse Angebot besitzt Komponentenobjekte n

amlich Instanzen der
Klassen Person Tarif und Ergebnis Diese Beziehungen werden durch
Fremdschl

ussel abgebildet
 Abbildung der Typen
Die Abbildung der Typen zur Darstellung von Zeichenketten oder Werten
gestaltet sich ohne Probleme
Fast alle Attribute der Klasse Kenngroessen sowie das Attribut Tabelle
der Klasse Ergebnis sind Arrays DB	 verf

ugt allerdings

uber keine entspre
chende Dom

ane so da noch entsprechende Umformungen n

otig sind

  Die Attribute der Klasse Kenngroessen sind eindimensionale Arrays
die aus zwei Werten bestehen Deshalb werden die Attribute in jeweils
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zwei neue Attribute umgewandelt die die beiden Werte aufnehmen
  Das Attribut Tabelle der Klasse Ergebnis ist ein zweidimensionales
Array das die Werte der Ergebnistabelle siehe Tabelle  aufnimmt
F

ur dieses Array wird eine neue Relation gebildet Dabei werden die
Spaltenbezeichnungen als Attributnamen benutzt

Uber den Fremd
schl

ussel Angebotsnummer ist die eindeutige Zuordnung zu einem Tupel
der Relation Ergebnis m

oglich
 Das normalisierte Relationenmodell
Aus den vorherigen Schritten ergibt sich folgendes Relationenmodell

Person  fID Person Anrede Name Vorname g
Angebot  fAngebotsnummer ID Person Datumg
Tarif  fAngebotsnummer Preisklasse Laufzeit
Eintrittsalter g
Ergebnis  fAngebotsnummer Tarif BUZ Aufschlagg
Ergebnistabelle  fAngebotsnummer VD Beitrag EFS
TFS RKWg
Kenngroessen  fGueltig seit Aufloesungsphase	
Aufloesungsphase
 Versicherungssumme	
Versicherungssumme
 g
Die genauen Denitionen der Relationen f

ur DB	 sind dem Anhang B zu
entnehmen
Um einen guten Datenbankentwurf zu sichern wird ein Relationenmodell
in die vierte Normalform gebracht es gibt dann nur noch die unvermeidba
ren Redundanzen bei den Schl

usselwerten Dabei ist zu beachten da die
Abh

angigkeits und Verbundtreue beibehalten wird
Das eben denierte Relationenmodell ist bereits normalisiert also in der
vierten Normalform

 Erste Normalform
Bereits durch die Denition der JavaKlassen existieren aufgrund der
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fehlenden Typkonstruktoren nur atomare Attribute Arrays wurden
ebenfalls in atomare Attribute umgewandelt
	 Zweite Normalform
Es bestehen keine funktionalen Abh

angigkeiten zwischen Teilen eines
Schl

ussels und weiteren Attributen
Eine funktionale Abh

angigkeit gilt zwischen zwei Attributen X und Y
einer Relation wenn in allen Tupeln der Wert des Attributes X den
Attributwert von Y festlegt
 Dritte Normalform
Es bestehen keine transitiven Abh

angigkeiten zwischen den Schl

usseln
und weiteren Attributen
 Vierte Normalform
Es bestehen keine zwei mehrwertigen Abh

angigkeiten zwischen Attri
buten
Unter einer mehrwertigen Abh

angigkeit zwischen Attributen versteht
man den Fall da der Wert eines Attributs mehrere Werte eines an
deren Attributs festlegt unabh

angig von den restlichen Attributen der
Relation
Weitere Begriserkl

arungen und eine umfassende Einf

uhrung in die Nor
malisierung k

onnen Ull und HS entnommen werden
 Die Java DataBase Connectivity JDBC
Spezikation
  JDBC im
	
Uberblick
In diesem Abschnitt soll ein kurzer

Uberblick zu den wesentlichen Konzep
ten der JDBCSpezikation gegeben werden weil die Datenbankzugrie auf
DB	 aus Java

uber JDBC erfolgen Eine genauere Einf

uhrung in JDBC kann
Dic HCF entnommen werden
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Java eignet sich aufgrund der Plattformunabh

angigkeit und seines Sicher
heitskonzeptes hervorragend f

ur die Programmierung von Clients f

ur Daten
banken auf die

uber das Netzwerk zugegrien wird
JDBC ist die Spezikation einer Schnittstelle zwischen einer ClientAn
wendung und einer SQLDatenbank Ein JDBCTreiber

ubernimmt die ge
samte Datenbankanbindung so da eine JavaAnwendung mit SQLSyntax
SQL	 auf alle Datenbanken die einen JDBCkompatiblem Treiber ent
halten zugreifen kann
Damit ist es m

oglich da JavaClients unterschiedliche Datenbanken nut
zen k

onnen ohne da der JavaCode angepat werden mu
Bei der Entwicklung von JDBC hat man sich an der ODBCSpezikation
Open Database Connectivity von Microsoft orientiert JDBC basiert auf
dem XOpen Call Level Interface kurz CLI Dieses Interface stellt eine
Denition der Implementierung von ClientServerAktionen f

ur Datenbank
systeme dar
Die JDBCSpezikation umfat unter anderem folgende Schwerpunkte

  Datenbankverbindung
  Senden von SQLCode an die Datenbank
  Aufnahme der Anfrageergebnisse
  Abbildung von SQLDatentypen in JavaTypen und umgekehrt
  Transaktionskonzept
Traditionelle ClientServerSysteme basieren auf der in Abbildung  dar
gestellten ZweiEbenenArchitektur Die JavaApplikation kommuniziert di
rekt mit dem DatenbankServer Auf der ClientSeite mu ein JDBCTreiber
vorhanden sein um dem Server SQLAnfragen zu senden und die Ergebnis
se aufzunehmen Die Aufbereitung und Visualisierung der Daten erfolgt auf
dem Client
In der DreiEbenenArchitektur wird eine weitere Ebene zwischen Cli
ent und Server eingef

uhrt
 der ApplicationServer Dieser sendet die SQL
Anfragen an den DatenbankServer und nimmt die Ergebnisse auf die dann
an den Client weitergegeben werden
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Abbildung 
 ZweiEbenenArchitektur
Abbildung 	
 DreiEbenenArchitektur
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Die DreiEbenenArchitektur besitzt gegen

uber der klassischen Zwei
EbenenArchitektur folgende Vorteile

  Die Ergebnisse k

onnen auf dem ApplicationServer f

ur die Visualisie
rung auf dem Client aufbereitet werden Damit werden die Clients ent
lastet Weiterhin mu der JavaCode zur Aufbereitung der Daten nicht
mehr zum Client

ubertragen werden somit sinkt auch der globale Netz
verkehr
  Der WebServer mu sich nicht mehr auf dem gleichen Rechner wie der
DatenbankServer benden
  Das Applet auf dem Client kann sich aufgrund der Sicherheitsmechanis
men des JavaSecurityManagers keine native Software herunterladen
Damit k

onnen zB bestehende CProgramme oder Datenbankbiblio
theken mit der ZweiEbenenArchitektur nicht eingebunden werden
Diese SoftwareKomponenten k

onnen aber auf dem ApplicationServer
installiert werden der dann als JavaApplikation auf beliebige Ressour
cen des DatenbankServers zugreifen kann
  Um die Performance des Systems ausgenommen der Pr

asentation beim
Client zu steigern m

ussen nicht s

amtliche Clients sondern nur der
ApplicationServer aufger

ustet werden
  Auf dem ApplicationServer bieten sich zus

atzliche M

oglichkeiten der
Integration von weiteren Sicherheitsmechanismen
Die Nachteile der DreiEbenenArchitektur liegen auf der Hand d

urften
aber in den meisten Anwendungsbeispielen die Vorteile gegen

uber der Zwei
EbenenArchitektur nicht aufwiegen

  Der Hardwarebedarf steigt
  Durch die Entlastung der Clients und damit Erm

oglichung sogenann
ter thin clients steigt die Serverlast
  Der Entwicklungs und Administrationsaufwand steigt erheblich
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 Die JDBCArchitektur
Die JDBCTreiber werden in vier Kategorien eingeteilt

  JDBCODBC BridgeTreiber
JDBCAufrufe werden in ODBCAnfragen auf der ClientSeite

uber
setzt deshalb m

ussen ODBCTreiber und oft auch Datenbankbiblio
theken auf dem Client installiert sein Daher ist die Benutzung der
JDBCODBCBridge nur sinnvoll wenn nicht direkt sondern

uber
einen ApplicationServer auf den DatenbankServer zugegrien wird
  Native API Partial JavaTreiber
JDBCAufrufe werden in native Datenbankmethoden unter Nutzung
der herstellerspezischen DatenbankAPI umgesetzt Auch in diesem
Fall m

ussen einige DatenbankBibliotheken auf dem Client installiert
sein
  Net Protocol AllJavaTreiber
Auf der ClientSeite sind keine weiteren Installationen von nativen Bi
bliotheken oder nativem Code n

otig der Client kommuniziert

uber
einem MiddlewareServer mit der Datenbank Der MiddlewareServer

ubersetzt die JDBCAufrufe in die entsprechenden nativen Datenbank
methoden
  Native Protocol AllJavaTreiber
Unter Nutzung der nativen Netzwerkprotokolle der DatenbankServer
k

onnen die Clients direkt mit dem DatenbankServer kommunizieren
Ab dem JDK  sind die JDBCODBCBridge und der JDBCTreiber
Manager enthalten Der JDBCTreiberManager ist eine wesentliche Kompo
nente der JDBCArchitektur er sucht aus allen registrierten JDBCTreibern
denjenigen mit dessen Hilfe das Applet mit der Datenbank kommunizieren
kann
 JDBC in der praktischen Anwendung
In diesem Abschnitt werden einige wesentliche Klassen des JDBCAPI vorge
stellt Es wird gezeigt wie diese Klassen generell benutzt werden Alle JDBC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Komponenten sind im JavaPackage javasql enthalten
Die JDBCBenutzung besteht im Wesentlichen aus folgenden f

unf Schrit
ten

 Aufbau der Verbindung zur Datenbank
	 Erzeugung einer SQLAnweisung
 Ausf

uhrung der SQLAnweisung
 Auswertung der Anfrageergebnisse
 Abbau der Verbindung zur Datenbank
Diese Schritte werden im Folgenden genauer erl

autert
Auf und Abbau der Verbindung zur Datenbank
Zun

achst werden mit der Methode forName der Klasse javalangClass
die JDBCTreiber geladen Danach kann eine Verbindung zur Datenbank
aufgebaut werden
Die Klasse javasqlDriverManager stellt Mechanismen zur Verwaltung
der JDBCTreiber und M

oglichkeiten des Managements von Datenbankver
bindungen zur Verf

ugung Mit der Methode getConnection wird eine Ver
bindung hergestellt
Connection connection  DriverManagergetConnection
url user passwd
Der Parameter url enth

alt ein DatenbankURL entspricht dem Internet
StandardUniformRessourceLocator mit der die Datenbank speziziert
wird Ein DatenbankURL setzt sich wie folgt zusammen

jdbcSubprotokollSubname
Durch die Parameter user und passwd erfolgt mit dem AccountNamen des
Benutzers und dessen Pawort die Autorisierung
Die Methode close schliet die Verbindung
Informationen zur Datenbank und zum Treiber k

onnen mit der Klasse
DatabaseMetaData ausgelesen werden
 DIE JDBC	SPEZIFIKATION 
Sollen nur lesende Zugrie auf die Datenbank vorgenommen werden emp
ehlt es sich die Verbindung in den ezienteren ReadOnlyModus zu setzen
ConnectionsetReadOnly
Erzeugung einer SQLAnweisung
Innerhalb einer Datenbankverbindung k

onnen beliebig viele DatenbankOpe
rationen ausgef

uhrt werden Die Anfragen werden in drei Formen unterschie
den

  Einfache SQLAnweisungen
Sie bilden das Grundmodell jeder DatenbankOperation Anfrageergeb
nisse werden in Form eines sogenannten Result Set mehr dazu in einem
folgendem Abschnitt erhalten
  Prepared Statements
Gibt es SQLAnweisungen die

ofter in der gleichen Form aber mit
unterschiedlichen Parametern ausgef

uhrt werden so bieten sich Prepa
red Statements an Das sind bereits vorkompilierte SQLAnweisungen
deren Parameter vor jeder Ausf

uhrung gef

ullt werden Prepared State
ments werden erheblich schneller abgearbeitet als einfache SQL
Anweisungen
  Stored Procedures
Stored Procedures sind vorkompilierte SQLSkripte die in der Daten
bank gespeichert sind Sie m

ussen nicht aus nur einer Anweisung be
stehen sondern k

onnen sich aus relativ komplexen SQLProzeduren
zusammensetzen Auch die Denition von Ausgabeparametern ist
m

oglich
SQLAnfragen werden mit der Methode createStatement der Klasse
Connection eingeleitet
Statement stm  connectioncreateStatement
stmexecuteUpdate INSERT INTO table VALUES x
y
Die Methode executeUpdate sorgt dann f

ur die Ausf

uhrung der als String

ubergebenen SQLAnweisung doch dazu im folgenden Abschnitt mehr
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Ausf

uhrung einer SQLAnweisung
Die folgenden Methoden der Klasse javasqlStatement bewirken die
Ausf

uhrung einer SQLAnweisung

  executeUpdate
Eine Anweisung wird ausgef

uhrt die keine Ergebnismenge liefert Ne
ben DDLAnweisungen Data Denition Language wie zB CREATE
TABLE sind das auch UPDATE INSERT oder DELETEAnweisungen
  executeQuery
Eine Anweisung wird ausgef

uhrt die ein Result Set mehr dazu im
folgendem Abschnitt zur

uckliefert Gew

ohnlich ist das eine SELECT
FROM WHEREAnweisung
  execute
Diese Methode wird in den seltenen F

allen benutzt wenn das State
ment mehrere Result Sets erzeugt
Auswertung der Anfrageergebnisse
Die Klasse javasqlResultSet nimmt die Tupel des Anfrageergebnisses
auf und bietet Mechanismen zur Weiterverarbeitung der Daten an
Das Result Set kann ausschlielich sequentiell abgearbeitet werden Die
Methode next zeigt beim ersten Aufruf auf das erste bei jedem weiteren
Aufruf auf das n

achste Tupel der Ergebnismenge Weiterhin gibt diese Metho
de eine Variable vom Typ boolean zur

uck die den Zustand true einnimmt
falls noch weitere Tupel in der Ergebnismenge enthalten sind Wird auf das
letzte Tupel gezeigt wird false zur

uckgeliefert Eine R

uckw

artsbewegung
innerhalb der Ergebnismenge ist nicht m

oglich
Auf die einzelnen Attribute des aktuellen Tupel kann mit typabh

angigen
Methoden zugegrien werden
Statement stm  connectioncreateStatement
ResultSet rs  stmexecuteQuerySELECT  FROM  
boolean mehr  rsnext
while mehrf
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String beispiel  rsgetString

Systemoutprintlnbeispiel
mehr  rsnext
g
Das Result Set wird gleich beim Aufruf der SQLAnweisung mitdeniert
Innerhalb der whileSchleife werden die Tupel sequentiell bearbeitet in die
sem Beispiel wird jeweils das zweite Attribut der Tupel des Result Sets aus
gelesen und ausgegeben
Verarbeitung von Warnungen und Ausnahmen
Da der Parser keine

Uberpr

ufung der SQLSyntax vornimmt kann es zu
Laufzeitfehlern kommen die eine SQLAusnahme ausl

osen
Datenbankoperationen m

ussen daher stets innerhalb eines TryCatch
Blockes ausgef

uhrt werden In einer TryAnweisung k

onnen mehrere An
weisungen geb

undelt werden L

ost eine der Anweisungen zur Laufzeit eine
Ausnahme aus wird die Ausf

uhrung der restlichen Anweisungen unterbro
chen und die CatchAnweisung gesucht die f

ur den Typ der ausgel

osten
Ausnahme eine Fehlerbehandlungsroutine beinhaltet
Es empehlt sich vom TreiberManager eine LogDatei f

uhren zu las
sen in der die Fehlermeldungen genau protokolliert werden denn jede SQL
Ausnahme beinhaltet folgende Informationen

  einen String der die Beschreibung des aufgetretenen Fehlers beinhaltet
  einen Status
  einen herstellerspezischen Fehlercode und
  eine Verkn

upfung zu einer weiteren Ausnahme die mit der aktuell aus
gel

osten Ausnahme zusammenh

angt
Die selten auftretenden Warnungen k

onnen wie die Ausnahmen protokol
liert und verarbeitet werden sie f

uhren allerdings nicht zu einem Programm
abbruch
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Das Transaktionskonzept
Jede DatenbankAnweisung wird wie eine eigene Transaktion behandelt es
ist kein expliziter Aufruf der Methode commit n

otig da per Default die
AutoCommitFunktion eingeschaltet ist Sollen mehrere DatenbankAnwei
sungen eine Transaktion bilden m

ussen vorher die AutoCommitFunktion
ausgeschaltet und alle Anweisungen in einem TryCatchBlock mit anschlie
endem commit zusammengefat werden
JDBC unterst

utzt zur Zeit kein ZweiPhasenCommit und eignet sich da
her f

ur verteilte Datenbanken kaum
JDBC 
Zur Zeit steht die Spezikation von JDBC 	

oentlich zur Diskussion die
Ergebnisse sollen diesen Sommer eingefroren werden
Nachteilig bei der Implementierung der Datenbankzugrie mittels JDBC
erwies sich die bestehende Form der Auswertung der Anfrageergebnisse So
k

onnen die Datenfelder des Resul Set zur Zeit nur einmalig und sequenti
ell vorw

arts ausgewertet werden Daher muten f

ur einzelne Datenfelder
die mehrfach referenziert werden sollten Variablen deniert werden Gegebe
nenfalls muten ganze Objekte zwischengespeichert werden Mit JDBC 	
werden dann die Anfrageergebnisse exibler auswertbar sein Dazu wird das
Konzept der

scrollable cursors verwendet das bereits aus ODBC bekannt
ist
Zu erwarten ist weiterhin eine Unterst

utzung von komplexen SQL Typen
wie Binary Large Objects kurz BLOB und strukturierten Datentypen
Ein weiteres Feature wird der CORBAkompatible Object Request Broker
kurz ORB sein der die Anbindung von JavaClients an ORBf

ahige Server
erlauben wird Damit k

onnen auch JavaClients in verteilte Anwendungen
einbezogen werden So wird ein transparenter Zugri auf JavaObjekte im
Netz m

oglich sein
Generell sind in verschiedenen Teilbereichen von JDBC PerformanceStei
gerungen zu erwarten

 JAVA	BINDING F

UR DB 
Abbildung 
 JDBCApplet f

ur DB	
 JavaBinding f

ur DB
Java kann auf Daten einer DB	Datenbank

uber die JDBCAPI des JDK 
zugreifen Die DB	Unterst

utzung f

ur Java besteht aus zwei unabh

angigen
Komponenten

  JavaApplikationen und Applets auf der ClientSeite greifen

uber
JDBC auf DB	 zu
  UDFs und stored procedures k

onnen auf ServerSeite in Java geschrie
ben werden
  JDBCApplikationen und Applets in DB
Die Abbildung  soll die Arbeitsweise eines JDBCTreibers eines Applets
verdeutlichen
Der Treiber besteht aus einem JDBCClient und Server Wenn eine Ver
bindung zur Datenbank ben

otigt wird l

adt der WebBrowser bzw das Java
Applet den JDBCClient der

uber TCPIP den JDBCServer anspricht Der
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JDBCServer veranlat mit den entsprechenden CLI ODBCBefehlen die
Datenbank die geforderte Aufgabe abzuarbeiten Die entstehenden Ergebnis
se nimmt der JDBCServer auf und sendet sie

uber die bestehende TCPIP
Verbindung an den JDBCClient zur

uck DB	 mu dazu auf dem WebServer
installiert sein
Eine Applikation hingegen ben

otigt eine Installation der CAE
Komponente Client Application Enabler auf der ClientSeite Diese CAE
Komponente steuert die Kommunikation zwischen der Applikation und der
Datenbank Vorher m

ussen aber die JDBCAnweisungen in DB	 CLIAnwei
sungen durch native Methoden von Java

ubersetzt werden
 UDFs und stored procedures
Wenn die in Java implementierten UDFs und stored procedures registriert
sind k

onnen sie von jedem Programm egal in welcher Sprache implemen
tiert aufgerufen werden DB	 l

adt den JavaInterpreter beim ersten Aufruf
einer JavaUDF oder stored procedure
DB	 verf

ugt allerdings nicht

uber einen eigenen JavaInterpreter vorher
mu erst das JDK nebst Interpreter installiert und konguriert werden
 Fazit
Um den JavaKlassen in DB	 Persistenz zu verleihen wurden diese in das
Relationenmodell abgebildet Das Ergebnis ist ein Schema das aus sechs
Relationen besteht und in der vierten Normalform vorliegt Es traten da
bei Schwierigkeiten mit dem JavaDatentyp Array auf die mit zus

atzlichen
Attributen und einer weiteren Relation gel

ost wurden Dadurch wird die An
fragestellung komplizierter Die Bildung des Schl

ussels der Relation Person
mu innerhalb der JavaMethode saveAngebot erfolgen
Bereits bei der Abbildung der JavaKlassen in ein relationales Modell of
fenbaren sich einige Schw

achen des Relationenmodells gegen

uber dem objek
torienterten Modell doch dieses Thema wird zu einem sp

ateren Zeitpunkt
Kapitel  ausf

uhrlicher betrachtet werden
Nachdem die Relationen in DB	 angelegt wurden kann der Zugri des
 FAZIT 
Prototypen

uber JDBC erfolgen JDBC stellt eine einfach zu benutzende
Schnittstelle f

ur JavaZugrie auf verschiedene Datenbanken dar Durch die
Anlehnung an ODBC f

allt es vielen Benutzern die bereits Erfahrungen mit
ODBC hatten leicht auch mit JDBC umzugehen Die meisten Datenbank
Hersteller haben mittlerweile JDBC f

ur ihre Produkte umgesetzt

Kapitel 

Die Schnittstelle f

ur O
 
In diesem Kapitel wird das JavaBinding kurz JB von O
 
vorgestellt Es
wird gezeigt da der JavaEntwickler dank des komfortablen JB von O
 
auf
eine Abbildung seiner JavaKlassen in das Datenmodell von O
 
verzichten
kann Daher soll auf eine kurze Beschreibung des Datenmodells von O
 
ver
zichtet werden
	 Das JavaBinding von O
	
Das in den folgenden Abschnitten beschriebene JavaBinding entspricht der
Version  des JavaBindings von O
 
Technology
Mit dem JavaBinding von O
 
ist es m

oglich JavaKlassen Persistenz
in verschiedenen Datenbanken neben O
 
auch Sybase und Oracle sowie
alle Datenbanken mit einem JDBCTreiber zu verleihen und aus Java
Anwendungen auf die Datenbank zuzugreifen
Neben dem JBAPI das notwendige Klassen zur Datenbankverbindung
und Transaktionsverwaltung bereitstellt geh

ort auch eine Werkzeugsamm
lung zum Produkt Diese Werkzeuge erm

oglichen es dem Entwickler ohne
Kenntnisse

uber die verwendete Datenbank aus seinen JavaKlassen ein Da
tenbankschema und die n

otigen Datenbankoperationen zu generieren
Diese M

oglichkeit kommt gerade Programmierern entgegen die sich nicht
gro um DatenbankAngelegenheiten k

ummern sondern nur die sogenannte
JBApplikation entwickeln wollen

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Abbildung 
 Allgemeine JBArchitektur von O
 
 DAS JAVA	BINDING VON O
 

Die Abbildung  soll die allgemeine JBArchitektur veranschaulichen
Wie dieser Abbildung zu entnehmen ist existieren drei Implementationen
des JBAPI

  Die nativen Methoden von O
 
werden genutzt so kann direkt

uber die
O
 
EngineAPI auf eine O
 
Datenbank zugegrien werden
  Mittels JDBC kann auf Datenbanken zugegrien werden die

uber ei
nem JDBCkompatiblen Treiber verf

ugen
 

Uber CLI kann direkt auf Oracle oder Sybase zugegrien werden
Die Entwicklung einer JBApplikation besteht allgemein aus folgenden
drei Schritten

 Vorbereitung des DatenbankServers
	 Import der JavaKlassen in die Datenbank
 Implementierung der Datenbankzugrie unter Nutzung des JBAPI
Beim Import der JavaKlassen wird deren Struktur als entsprechendes Da
tenbankSchema generiert Weiterhin werden die JavaKlassen um die n

otigen
Datenbankmethoden erweitert
   Allgemeine Konzepte des JB von O
 
Vorbereitung des DatenbankServers
Da verschiedene DBMS verwendet werden k

onnen und diese eine unter
schiedliche Funktionalit

at besitzen mu dem API und den Werkzeugen mit
Hilfe eines URL mitgeteilt werden welche Datenbank verwendet wird Der
Aufbau des URL ist bereits im Abschnitt  beschrieben worden
Mit den entsprechenden Werkzeugen kann nun eine Datenbank
angelegt o
jb create schema o
jb create base und initialisiert
o
jb init base werden
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Abbildung 	
 Importieren einer JavaKlasse in O
 
Das Importieren von Klassen
Mit dem Importierwerkzeug o
jb import werden Klassen in die Daten
bank importiert denn nur die Instanzen von importierten Klassen k

onnen
persistent gemacht werden
Die Abbildung 	 veranschaulicht die verschiedenen Schritte des Imports
einer Klasse
Die Klasse Beispiel soll importiert werden Das Werkzeug legt in der
Datenbank die notwendigen Strukturen entsprechend der Klassendenition
der zu importierenden Klasse an und generiert die Implementierung der
 DAS JAVA	BINDING VON O
 

Methoden die f

ur die Zugrie auf die Datenbank n

otig sind direkt in
die BeispielclassDatei Weiterhin wird eine BeispielMetaDataclass
Datei generiert die die Struktur der importierten Klasse und deren Nutzung
zur Laufzeit beschreibt
Mit einer KongurationsDatei kann der Anwender auf die Arbeitsweise
des Importwerkzeuges Einu nehmen
  Bestimmte Klassenvariablen k

onnen als transient markiert werden Das
bedeutet da diese Variablen beim Speichern eines Objektes in die
Datenbank nicht abgespeichert werden Das ist sinnvoll bei Variablen
die zB nur Zwischenwerte von Berechnungen enthalten
  Namenskonikte k

onnen durch Umbenennungen aufgehoben werden
  Die Zeichenkettenl

ange der JavaStrings l

at sich auf eine begrenzte
L

ange reduzieren die dann in die Datenbank abgelegt wird
Nach dem Importieren einer Klassen k

onnen Instanzen dieser Klasse per
sistent in der Datenbank gehalten werden
Implementierung der JBApplikation
Das JBAPI stellt unter anderem die Klassen Database und Transaction
bereit die in einer JBApplikation von groer Bedeutung sind
Mit einer Instanz der Klasse Database kann die JBApplikation die Ver
bindung zum DatenbankServer herstellen und eine neue Verbindung mit
einem Datenbankschema er

onen Dazu werden die Methoden connect
und openDatenbank benutzt Die Verbindung zur Datenbank kann mit
der Methode close zum Server mit disconnect geschlossen werden
Innerhalb einer Transaktion k

onnen Zugrie auf und

Anderungen an
persistenten Objekten durchgef

uhrt werden Am Ende der Transaktion
transactioncommit werden die

Anderungen durchgeschrieben bei
Fehlern werden s

amtliche bereits innerhalb der Transaktion get

atigten

Ande
rungen zur

uckgenommen Die Methode validate beendet wie commit
die Transaktion allerdings wird der JBCache in dem zun

achst die persisten
ten Objekte gehalten werden nicht gel

oscht Die Methode abort bricht
 KAPITEL  DIE SCHNITTSTELLE F

UR O
 
die Transaktion ab und macht alle

Anderungen an persistenten Objekten
r

uckg

angig
Somit haben JBProgramme im wesentlichen folgenden Aufbau
database  new Database DBInstanz anlegen
databaseconnect Verbindung zum DBServer
databaseopenbase	
transaction  new Transaction
transactionbegin
Erstellen Verandern und Loschen von Objekten
transactioncommit Durchschreiben der Objekte
databaseclose Schlieen der aktuellen DB
databasedisconnect
Handhabung der persistenten Objekte
Die importierten Klassen wurden durch das ImportierWerkzeug um alle
ben

otigten Methoden f

ur Datenbankzugrie erweitert Somit kann der Zu
gri auf die Datenbank weiterhin in Java geschehen es m

ussen nicht wie
bei JDBC SQLAnweisungen bzw die Anfragesprache des jeweiligen DBMS
benutzt werden
Alle Objekte innerhalb einer JBApplikation haben einen der beiden
m

oglichen Zust

ande

  transient
Ein transientes Objekt stammt nicht aus der Datenbank und existiert
deshalb nur im Heap des Programmes und ist nicht im JBCache Es
besitzt kein korrespondierendes Objekt in der Datenbank
  persistent
Ein persistentes Objekt kommt aus der Datenbank oder wurde inner
halb einer Transaktion als persistent markiert Es bendet sich im JB
Cache und besitzt ein korrespondierendes Objekt in der Datenbank
 FAZIT 
Ein transientes JavaObjekt dessen Klasse importiert wurde kann mit
Aufruf der Methode persistObjekt der Klasse Database persistent wer
den

Uber den Klassenextent der alle Objekte einer Klasse enth

alt die in die
Datenbank geschrieben wurden k

onnen Objekte aus der Datenbank geladen
werden Der Extent kann mit einem Pr

adikat geltert werden die Syntax

ahnelt der SELECT FROM WHEREAnfrage von OQL
Extent personExtent
personExtent  ExtentallPersonwherethisname
 John 

Anderungen an den persistenten Objekten innerhalb der Transaktion wer
den beim Transaktionsende in die Datenbank durchgeschrieben
Die Methode deleteObjekt der Klasse Database l

oscht ein persistentes
Objekt aus der Datenbank
Arrays m

ussen explizit persistent gemacht werden
Weitere Ausf

uhrungen k

onnen der von O
 
Technology mitgelieferten Do
kumentation Man entnommen werden
	 Fazit
Das JB von O
 
ist sehr komfortabel und entlastet den JavaProgrammierer
von einigen Arbeitsschritten die bei der Implementierung der JavaSchnitt
stelle f

ur DB	 n

otig waren zB entf

allt die Abbildung der JavaKlassen in
das Datenmodell der benutzten Datenbank und die Simulierung der Arrays
Anfragen werden

uber Pr

adikate des Klassenextentes in Java gestellt
Mit der KongurationsDatei k

onnen die Attribute der JavaKlassen die
nur Zwischenwerte der Berechnungen enthalten als transient markiert wer
den siehe Anhang C Sie werden beim Importieren der Klasse nicht in das
Datenbankschema

ubernommen

Kapitel 
Die WorkowKomponente
Die eingehenden Angebote sollen nicht nur in einer Datenbank gehalten wer
den sondern auch automatisch an Mitarbeiter der Gothaer Versicherungen
aG weitergeleitet werden Welche Mechanismen sich die AVSG vorstellt
wird im Abschnitt  beschrieben
Danach werden die Realisierungsm

oglichkeiten f

ur die beiden Datenbank
systeme DB	 und O
 
im Abschnitt 	 diskutiert
 Beschreibung der erwarteten Leistung
Die automatische Weiterverarbeitung der eingegangenen Angebote soll sich
wie folgt gestalten

In periodischen Zeitabst

anden oder auf Anforderung sollen die Angebote
 nach vorgebbaren Merkmalen sortiert werden
Sinnvolle Merkmale w

aren zB das Geschlecht oder die Postleitzahl des
Anwenders
	 an die zust

andigen Sachbearbeiter verschickt werden
Die zust

andigen Sachbearbeiter k

onnen

uber die Postleitzahl bestimmt
werden F

ur die Versendung der Daten bieten sich folgende Varianten
an

  Per EMail wird die eindeutige Angebotsnummer

ubermittelt
Das komplette Angebot kann sich der zust

andige Sachbearbeiter

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dann aus der Datenbank holen
  Das komplette Angebot wird im ASCIIFormat per EMail ver
sendet
  Das komplette Angebot wird in einem f

ur DB	 weiterverarbeitba
ren Format per EMail versendet
Der Begri Workow ist f

ur dieses Beispiel sicherlich etwas hochgegrien
auch wenn diese Komponente prozeorientiert angesehen werden kann wird
unter Workow in JBS doch wesentlich mehr verstanden
 Die formale
Beschreibung und Modellierung wesentlich komplexerer Gesch

aftsprozesse
Eine Klassikation von WorkowManagementSystemen ist zB in Rui
gegeben
 Realisierungsm

oglichkeiten
  Realisierung durch aktive Komponenten
Die WorkowKomponente l

at sich eigentlich mit den Konzepten von akti
ven DBMS realisieren In DG wird ein aktives DBMS wie folgt deniert

Ein Datenbanksystem heit aktiv wenn es zus

atzlich zu den

ubli
chen DatenbanksystemF

ahigkeiten in der Lage ist denierbare
Situationen in der Datenbank und wenn m

oglich dar

uber hinaus
zu erkennen und als Folge davon bestimmte ebenfalls denierba
re Reaktionen auszul

osen
Eine Situation in diesem Sinne wird allgemein durch ein Paar bestehend aus
einem Ereignis und einer Bedingung gekennzeichnet
Ein Ereignis ist ein punktuelles Geschehnis dem ein Zeitpunkt zugeordnet
werden kann Somit besteht ein Ereignis aus einer Ereignisbeschreibung und
dem Ereigniszeitpunkt Man unterscheidet primitive und zusammengesetzte
Ereignisse
Die Bedingung ist ein Pr

adikat

uber der Datenbank und kann mit der
jeweiligen Anfragesprache formuliert werden
 REALISIERUNGSM

OGLICHKEITEN 
Die Reaktion wird

ublicherweise als Aktion bezeichnet und ist allgemein
ein beliebiges ausf

uhrbares Programmst

uck das Operationen die nicht nur
auf die Datenbank wirken m

ussen enthalten kann
Diese drei Bestandteile werden mit ECARegeln Event  Condition  Ac
tion beschrieben In manchen Systemen werden sie auch Trigger genannt
Somit k

onnte eine ECARegel wie folgt aussehen

DEFINE RULE variante 	
ON EVERY DAY 
DO f
SQLAnweisung
EXEC Send email
g
Diese ECARegel soll verdeutlichen wie die in Abschnitt  beschriebene
erste Variante einer Realisierungsm

oglichkeit per EMail wird die Angen
botsnummer an die zust

andigen Sachbearbeiter verschickt deniert werden
kann In der ersten Zeile wird die ECARegel mit dem Namen variante 	 de
klariert Sie wird jeden Tag um 
 Uhr ausgef

uhrt eine Bedingung entf

allt
Die Aktion gliedert sich in zwei Schritte
 Die SQLAnweisung bestimmt alle
am vergangenen Tag erstellten Angebote projeziert sie auf die Postleitzahl
und Angebotsnummer und sortiert sie nach der Postleitzahl Danach wird die
Prozedur Send email gestartet die aus dem Anfrageergebnis des  Schrittes
die erforderlichen EMails generiert
Mit diesem Beispiel zeigt sich schon da alle in Abschnitt  vorgestellten
Varianten mit ECARegeln realisierbar sind

  Das Ereignis tritt ein wenn
A periodisch ein bestimmter Zeitpunkt erreicht wird oder
B eine explizite Anforderung gestellt wird
  Die Bedingung kann f

ur alle Varianten entfallen
  Die Aktion gliedert sich in zwei Schritte
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 Mit der jeweiligen Anfragesprache werden die Angebote entspre
chend aufbereitet Mit einer Selektion werden die neuen Angebote
bestimmt eine Projektion verringert die Attribute auf diejenigen
die dem Sachbearbeiter gesendet werden sollen Danach kann eine
Sortierung nach der Postleitzahl erfolgen
	 Eine in einer h

oheren Programmiersprache implementierte Pro
zedur generiert die erforderlichen EMails Das Anfrageergebnis
wird sequentiell abgearbeitet Als erstes wird

uber die Postleit
zahl der zust

andige Sachbearbeiter bestimmt Dann werden die
Daten in das zum Senden benutzte Format gebracht Anschlieend
wird dem Sachbearbeiter eine EMail gesendet die die Angebote
enth

alt
In den folgenden Abschnitten wird

uberpr

uft ob auch DB	 und O
 

uber
solche Konzepte verf

ugen und wie die verschiedenen Varianten umgesetzt
werden k

onnen
M

oglichkeiten in DB
F

ur DB	 k

onnen Trigger deniert werden die nach oder vor der Ausf

uhrung
einer SQLAnweisung CREATE INSERT oder UPDATE auf einer bestimmten
Tabelle aktiviert werden Die Denition geschieht mit der SQLAnweisung
CREATE TRIGGER Ein aktiver Trigger sorgt f

ur die Ausf

uhrung von m

ogli
cherweise mehreren Operationen Diese k

onnen SQLAnweisungen oder
UDFs sein Eine Bedingung kann zB in Form einer WHENKlausel optional
angegeben werden
Am Ende des Abschnittes 	 wurde zusammengefat welche Vorausset
zungen die aktiven Komponenten des jeweiligen DBMS erf

ullen m

ussen um
die WorkowKomponente zu realisieren Die WorkowKomponente kann in
DB	 also wie folgt realisiert werden

  Ereignis
DB	Trigger k

onnen periodisch auftretende Ereignisse nicht denieren
Ereignis A mu also

von auen zB durch ein ShellSkript das eine
SQLAnweisung periodisch ausf

uhrt umgesetzt werden Ereignis B ist
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mit einem Trigger denierbar F

ur beide Ereignisse mu eine neue Ta
belle angelegt werden auf die die aktionsausl

osende SQLAnweisung
zugreift
  Bedingung
Die Bedingung kann entfallen
  Aktion
Der erste Schritt der Aktion das Aufbereiten der Daten kann mit
SQLAnweisungen vollzogen werden Der zweite Schritt das Generie
ren der EMails kann nicht realisiert werden da keine externen Pro
gramme aufgerufen werden k

onnen
Die WorkowKomponente kann also nicht mit einem Trigger in DB	 um
gesetzt werden Daher ist eine Anwendung zu implementieren die entweder
periodisch durch ein ShellSkript oder auf Wunsch direkt gestartet wird und
beide Schritte der Aktion ausf

uhrt
M

oglichkeiten in O
 
Die aktive Komponente von O
 
weicht ihrem Funktionsprinzip stark von
den

ublichen ECARegeln oder den Triggern wie sie zB in DB	 existieren
ab Daher wird sie in einem eigenen Abschnitt genauer vorgestellt Im sich
daran anschlieendem Abschnitt werden die Realisierungsm

oglichkeiten der
WorkowKomponente in O
 
mit aktiven Komponenten untersucht
Der Notication Service In O
 
steht als aktive Komponente der so
genannte Notication Service zur Verf

ugung der es einem Client erlaubt
andere Clients die mit dem gleichen Server verbunden sind zu informieren
da ein Ereignis eingetreten ist Alle Clients k

onnen beim Notication Service
registrieren lassen

uber welche eintretenden Ereignisse sie informiert werden
m

ochten
Abbildung  veranschaulicht das Wirkungsprinzip des Notication Ser
vice
Client  l

ost das Ereignis E aus Der O
 
Server erh

alt die Nachricht
da Ereignis E eingetreten ist und informiert dar

uber alle Clients die f

ur
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Abbildung 
 Der Notication Service von O
 
das Ereignis E registriert sind Client  hat sich f

ur das Ereignis E nicht
registrieren lassen und erh

alt folglich auch keine Nachricht
Die Nachricht kann neben der genauen Bezeichnung des eingetretenen
Ereignisses auch eine Referenz eines persistenten Objektes enthalten Ein
treende Nachrichten werden beim Client in einer extra daf

ur vorgesehenen
Speicherstruktur die nach dem FIFOPrinzip First In First Out arbeitet
gesammelt
Die Ereignisse werden in folgende Kategorien eingeteilt

  ObjektEreignis
Ein ObjektEreignis tritt ein wenn ein Objekt das als notiable object
registriert wurde gel

oscht oder ge

andert wurde Jeder Client kann beim
Notication Service ein Objekt als notiable object registrieren lassen
  AnwenderEreignis
Jeder Client kann ein beliebiges AnwenderEreignis denieren und mu
es dann beim Notication Service registrieren Soll ein AnwenderEreig
nis eintreten informiert der Client den Notication Service

uber den
Eintritt des AnwenderEreignisses mit einer speziell daf

ur vorgesehe
nen Nachricht denn das AnwenderEreignis wird nicht wie die anderen
Ereignisse vom System automatisch erkannt
  ClientEreignis
Ein ClientEreignis kann ein Connect oder DisconnectEreignis sein
je nachdem ein Client die Verbindung zum Server auf oder abbaut
Die Clients k

onnen wie in Abbildung  deutlich wird Empf

anger oder
Sender oder beides sein Ein Empf

anger kann bei der Registrierung einen
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Filter setzen ob er

uber das Eintreten eines bestimmten ObjektEreignisses
bzw ClientEreignisses oder aller ObjektEreignisse bzw ClientEreignis
se informiert werden m

ochte Man	
Umsetzung der WorkowKomponente mit dem Notication Ser
vice Zeitereignisse m

ussen als AnwenderEreignisse simuliert werden Um
die geforderten Schritte der Aktion zu realisieren mu eine Anwendung ge
schrieben werden die st

andig die Nachrichtenschlange abfragt ob das Er
eignis eingetreten ist Danach m

ussen die Angebote geholt und aufgearbeitet
werden bevor sie per EMail versendet werden k

onnen Somit

ubernimmt die
se Anwendung fast s

amtliche Schritte der WorkowKomponente Sie kann
deshalb auch gleich durch ein ShellSkript gestartet werden
Deshalb ist der Notication Service f

ur die Realisierung der Workow
Komponente unbrauchbar
 Realisierung durch eine JavaAnwendung
In den vorangegangenen Abschnitten wurde deutlich da mit den aktiven
Komponenten der beiden DBMS eine Umsetzung der WorkowKomponente
unm

oglich war Die aktiven Komponenten sind nicht in der Lage ein externes
Programm zu starten das zB die Generation der EMails

ubernimmt Beide
Systeme sind auch nicht in der Lage Zeitereignisse zu denieren und zu
erkennen Dieses Problem h

atte zB mit einen ShellSkript das periodisch
auf ein bestimmtes Objekt bzw auf eine bestimmte Relation zugreift gel

ost
werden k

onnen
Dieses ShellSkript k

onnte aber eine Anwendung starten die sich die not
wendigen Daten aus der Datenbank holt und die EMails generiert Diese
Anwendung kann dann auf jedem beliebigen Host laufen der eine Verbin
dung zum DBMS herstellen kann
Weil DB	 bei der Gothaer Versicherungen aG zur praktischen Anwen
dung kommt und O
 
in dieser Arbeit nur als Vergleich zum Erkennen von
Alternativen Vorteilen und M

angeln dient wird die weitere Betrachtung der
WorkowKomponente speziell auf DB	 orientiert sein Die Implementierung
einer Anwendung f

ur O
 
ist jedoch in fast allen Schritten identisch Allerdings
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verf

ugt O
 

uber keine Importm

oglichkeit
Theoretisch kann diese Anwendung auf jedem Betriebssystem mit ver
schiedenen Programmiersprachen implementiert werden Naheliegend ist
aber eine Implementierung in Java aus folgenden Gr

unden

  Plattformunabh

angigkeit
Die JavaApplikation kann auf allen Betriebsystemen ausgef

uhrt wer
den Damit k

onnte sie auf jedem beliebigen Host innerhalb des Intra
oder gar Internets laufen
  Nutzung der bereits vorhandenen JavaSchnittstelle
Die Schnittstelle wurde zu Testzwecken siehe Abschnitt 	 um ei
ne Methode erweitert die Angebote aus der Datenbank holt Darauf
aufbauend kann eine Methode implementiert werden die alle neuen
Angebote eventuell schon entsprechend aufbereitet der JavaApplika
tion zur Verf

ugung stellt F

ur die Implementierung f

ur DB	 ist zB nur
die gesendete SQLAnfrage der vorhandenen Methode entsprechend zu
ver

andern
  Frei verf

ugbare EMailClients f

ur Java
Im Internet sind bereits mehrere sehr komfortable EMailClients frei
verf

ugbar Im folgenden wird noch eine JavaKlasse vorgestellt die
EMails auf sehr einfache Weise versenden kann Somit m

ussen keine
FremdWerkzeuge in die Applikation eingebunden werden
  Nutzung nativer Methoden anderer Programmiersprachen
In Java kann auch Code anderer Programmiersprachen eingebunden
werden In dem CAPI von DB	 ist zB eine Funktion vorhanden mit
der man Daten aus DB	 in verschiedene Dateiformate exportieren kann
Diese Funktion kann in C geschrieben und in die JavaAnwendung ein
gebunden werden Wie das m

oglich ist ist zB in New und Mor
beschrieben
  Zukunftssicherheit
In FEY ist dargelegt warum die Anzahl der Implementierungen
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mit Java in Zukunft zunehmen wird Auch PerformanceEinbuen ge
gen

uber Sprachen wie C k

onnen dank JITCompiler Just In Time
und schnellerer VMs Virtual Machine vermieden werden
Ein Implementierung in C ist ebenfalls eine bequeme Alternative aller
dings ist dann auf die Plattformunabh

angigkeit zu verzichten
Die Implementierung der Anwendung in Java gliedert sich in folgende
Etappen

  Die JavaSchnittstelle wird um eine neue Methode erg

anzt Diese holt
alle neuen Angebote sortiert aus der Datenbank Die Angebote k

onnen
dann in jedes beliebige Format gebracht werden
  In Abh

angigkeit der Organisation der Informationen

uber die Sachbe
arbeiter Datei oder Datenbank wird die Ermittlung der zust

andigen
Sachbearbeiter implementiert
  F

ur den Export der Daten er

onen sich zwei M

oglichkeiten

 Die ExportFunktion von DB	 wird benutzt Die Funktion wird
in C geschrieben und als CCode in Java eingebunden Welche
Dateiformate m

oglich sind wird in Abschnitt 	 beschrieben
 Die Daten werden

uber JDBC aus DB	 geholt Die JavaObjekte
k

onnen dann in jede beliebige Form gebracht werden wenn die
entsprechende Methode implementiert wird
  Mit Hilfe eines JavaEMailClients kann die Erstellung und Versen
dung der EMails an die Sachbearbeiter realisiert werden
Eine einfach zu verwendende Klasse zum Versenden von EMails ist
jSendEMail von Johnathan Mark Smith Diese Klasse ist unter
httpwwwstatenislandonlinecomjavajSendEMail
indexhtml
inklusive Dokumentation verf

ugbar Im Anhang E bendet sich eine kurze

Ubersicht zu den Methoden und ein kleines Beispiel zur Anwendung dieser
Klasse
Unter der Adresse
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httphomepinethverbeekJavahtml
zeigt der Autor Harm Verbeek in zwei JavaDateien wie mit eigenen App
lets EMails WWW und bin

are Dateien per Attachement in einer EMail
WWW verschickt werden k

onnen WWW ist auszugsweise im An
hang E enthalten
 Export der Daten aus DB
Innerhalb des CAPI von DB	 wird eine Funktion sqluexpr bereitgestellt
mit der Daten aus DB	 in folgende Dateiformate exportiert werden k

onnen

  DEL
Beschr

anktes ASCIIFormat zum Austausch mit dBase BASIC Pro
grammen der IBM Personal Decision Serie und vielen Datenbank und
Dateimanagern
  WSF
WorksheetFormat zum Austausch mit Lotus Symphony und 	 Pro
grammen
  IXF
PCVersion des Integrated Exchange Fromat H

aug verbreitetes For
mat zum Exportieren von Daten aus einer Tabelle die sp

ater wieder
in die gleiche oder in andere Tabellen anderer Systeme geladen werden
k

onnen
Sollen die Angebote im ASCIIFormat versendet werden ist das DEL
Format zu verwenden
Werden versendete Daten wieder in eine DB	Datenbank eingelesen wer
den bietet sich das informationsreichere IXFFormat an In diesem For
mat k

onnen sogar die IndexDenitionen einer Relation erhalten werden
wenn die SQLOperation die die Daten selektiert keine Sicht darstellt oder
einen Verbund enth

alt Hatte die SQLAnfrage die Form von SELECT  FROM
tablename werden auch die Denitionen der Default und NOT NULLWerte
gespeichert
 FAZIT 
Allerdings werden zum Laden der kompletten Angebote Verbunde und
WHEREKlauseln ben

otigt so da diese zus

atzlichen Informationen auch im
IXFFormat verloren gehen
DB	 kann neben den drei vorgestellten Formaten auch unbeschr

anktes
ASCII importieren Damit ergeben sich vier Dateiformate die von DB	 wei
terverarbeitbar sind
 Fazit
Theoretisch ist die WorkowKomponente mit aktiven Komponenten eines
DBMS realisierbar Leider bieten die aktiven Komponenten von DB	 und
O
 
keine M

oglichkeit externe Programme zu starten die das Versenden der
EMails

ubernehmen Deshalb ist eine Anwendung zu implementieren die
s

amtliche Schritte der WorkowKomponente

ubernimmt Als Implementie
rungssprache bietet sich neben C Java an
Zum Laden der neuen Angebote ist nur eine sehr geringf

ugige

Anderung
an der bereits bestehenden JavaSchnittstelle n

otig
Der Export der Daten kann auf zwei unterschiedlichen Wegen erfolgen
 Die Instanzen der JavaKlasse Angebot k

onnen direkt im ASCII
Format gespeichert werden
	 Die ExportFunktion der CAPI von DB	 kann Daten in drei Dateifor
mate DEL IFX WSF bringen Zus

atzliche DatenbankInformatio
nen die im IFXFormat gespeichert werden k

onnten gehen aufgrund
der SQLAnweisung verloren so da hier nicht mehr Informationen als
im beschr

ankten ASCIIFormat DEL enthalten sind
Das Senden der generierten EMails kann mit frei verf

ugbaren EMail
Clients erfolgen Dabei k

onnen die Angebote in den verschiedenen Formaten
als Attachement der EMail beigef

ugt werden

Kapitel 
Vergleich der beiden
Datenbanken
In diesem Kapitel sollen die beiden verwendeten DBMS hinsichtlich ihrer
Eignung f

ur den Prototypen verglichen werden Dabei wird aber teilweise
auch auf St

arken bzw Schw

achen eingegangen die f

ur den Prototypen noch
nicht ausschlaggebend sind bei komplexeren Anwendungen aber gravierend
werden k

onnen Beim Vergleich der beiden DBMS liegt das Augenmerk auf
folgenden Schwerpunkten

  Datenmodellierung
  Datenbankentwurf
  Anfragesprache
  JavaBinding
  Export der Daten
Die M

oglichkeiten der aktiven Komponenten beider DBMS sind im Kapitel 
bereits beschrieben und diskutiert worden Auf sie wird innerhalb dieses Ka
pitels nur zusammenfassend im Abschnitt  eingegangen
In einem kurzen Abschnitt werden auf Probleme bei der praktischen Nut
zung beider Systeme hingewiesen
Es soll nicht Aufgabe dieser Arbeit sein grundlegende Begrie und Kon
zepte aus der Welt der Datenbanken zu denieren und zu erl

autern das

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w

urde den Rahmen dieser Arbeit sprengen Deshalb soll an dieser Stelle
auf zahlreiche Literatur zu Grundlagen wie etwa Ull HS und Heu
verwiesen werden In Heu ist ein ausf

uhrlicher Vergleich des relationa
len und objektorientierten Modells enthalten Dieser Vergleich bildet damit
eine wesentliche Bezugsquelle der Ausf

uhrungen zu den Schwerpunkten Da
tenmodellierung Datenbankentwurf und Anfragesprache in den folgenden
Abschnitten
Vor und Nachteile von DB	 und O
 
beruhen fast immer auf den generellen
Konzepten des Relationenmodells bzw eines objektorientierten Modells so
da in den folgenden Abschnitten teilweise mehr eine Abw

agung hinsichtlich
objektorientiertes DBMS gegen relationales DBMS als O
 
gegen DB	 erfolgt
 Datenmodellierung

   DB
Eine groe St

arke des Relationenmodells liegt sicherlich in der einfachen und
einheitlichen Beschreibung der Anwendungsdaten Allgemein stehen zur Da
tenmodellierung die Konzepte Attribut Relationenschema Integrit

atsbedin
gung Schl

ussel und Fremdschl

ussel zur Verf

ugung
M

ogliche Datentypen f

ur die Attribute sind in DB	 neben den

ublichen
StandardDatentypen Zeichenketten Numerische Werte Datum und Zeit
etc auch sogenannte LOBs Large Objects die Zeichenketten bis zu ei
ner Gr

oe von 	 Gigabytes aufnehmen k

onnen Mit diesem Datentyp soll es
erm

oglicht werden komplette Texte Bilder Audio oder VideoDateien in
der Datenbank abzuspeichern
Grunds

atzlich sind im Relationenmodell keine Typkonstruktoren vorhan
den so da wie auch in allen anderen relationalen Datenbanken komplexe
Attribute nicht direkt dargestellt werden k

onnen Komlexe Attribute beste
hen aus Wertemengen zB kann eine Person mehrere Hobbys haben oder
aus mehreren Komponenten Beispiel folgt Um Redundanz bei Attributen
mit Wertemengen zu vermeiden m

ussen mehrere Relationen deniert wer
den Mehrere Tabellen aber erh

ohen den Aufwand bei der Formulierung von
Anfragen und senken die

Uberschaubarkeit Man m

oge sich vorstellen was
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
passiert wenn ein Wert einer Wertemenge wiederum eine Menge von Werten
ist
Komplexe Attribute die aus mehreren Komponenten bestehen m

ussen in
einzelne Attribute zerlegt werden So w

are f

ur die Modellierung der Tarifda
ten des D denkbar ein einziges Attribut BUZ zu denieren das sich aus den
Komponenten Beitragsbefreiung Tarif Ablaufalter und Barrente zu
sammensetzt Da dies nicht m

oglich ist erh

oht sich die Anzahl der Attribute
innerhalb einer Relation
Schl

ussel sind sichtbar und ver

anderlich Damit besitzen Tupel keine ei
gene

Identit

at Nun ist es allerdings vorstellbar da in der realen Welt
Objekte durch

auere Eigenschaften nicht zu unterscheiden sind sie aber ei
ne eigene Identit

at besitzen Um diese mit den Mitteln des Relationenmodells
zu beschreiben m

uten weitere Kriterien betrachtet werden die aber f

ur die
Anwendungsentwicklung unerheblich sein k

onnten
Beziehungen werden im Relationenmodell in einer Relation mit Fremd
schl

usseln dargestellt Dabei ist es nicht m

oglich die verschiedenen Semanti
ken der Beziehungen zB IsaBeziehung und ObjektKomponentenobjekt
Beziehung zu unterscheiden Das mu bei der Anfrageformulierung ber

uck
sichtigt werden
Funktionen oder Prozeduren k

onnen im eigentlichen Modell in DB	 nicht
mitdeniert werden Sie k

onnen nur von auen zB in einer Anwendung die
die Datenbank benutzt nachtr

aglich aufgesetzt werden

  O
 
Mit den objektorientierten Konzepten wie etwa Klassen Einkapselung und
Vererbung ist es in erster Linie auch rein intuitiv besser m

oglich Sachver
halte der realen Welt m

oglichst getreu in ein Modell abzubilden In diesem
Abschnitt soll nun aber vorwiegend auf die angesprochenen Probleme des Re
lationenmodells eingegangen werden und gezeigt werden da diese Probleme
mit objektorientierten Konzepten nicht eintreten
In O
 
ist es erlaubt Typkonstruktoren wiederholt anzuwenden Damit ist
es m

oglich komplexe Attribute darzustellen So k

onnte das Attribut BUZ der
Klasse Tarif um das Beispiel des vorangegangenen Abschnittes aufzugrei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fen in O
 
wie folgt deniert werden

CLASS Tarif
TYPE TUPLE  Preisklasse BYTE

BUZ TUPLE  Beitragsbefreiung BOOLEAN
Tarif BYTE
Ablaufalter BYTE
Barrente INTEGER 
Neben der besseren

Ubersichtlichkeit und Handhabung ergibt sich ein wei
terer Vorteil
 Geh

ort eine BUZ zu den Tarifdaten sind die entsprechenden
Komponenten des komplexen Attributes mit sinnvollen Werten gef

ullt Wird
keine BUZ abgeschlossen so ist bereits BUZ mit einem Nullwert belegt Oh
ne Typkonstruktoren kann die Entscheidung ob die einzelnen Komponenten
sinnvolle Werte enthalten oder nicht gar nicht so einfach getroen werden
Aus diesem Grund mute ein zus

atzliches Attribut BUZ Abschliessen sie
he Klassendenition auf Seite  eingef

uhrt werden das lediglich als Flag
benutzt wird
Objektorientierte Systeme verwalten die Objekte

uber die Objektiden
tit

at die von auen in der Regel unsichtbar ist und stets unver

anderlich
bleibt Selbst wenn sich alle Eigenschaften eines Objektes

andern bleibt es
das gleiche Objekt

Andern sich Teile des Schl

ussels eines Tupels im Relatio
nenmodell so wird auch die Identit

at gewechselt
Beziehungen k

onnen in objektorientieren Systemen im allgemeinen

uber
Komponentenobjeke dargestellt werden Eine IsaBeziehung wird

uber Ver
erbung erreicht Deshalb ist in O
 
eine semantische Unterscheidung der Bezie
hungen m

oglich Manche objektorientierte DBMS verf

ugen sogar

uber einen
eigenen Objekttyp f

ur Beziehungen mit dem man analog zu ERModellen
die teilnehmenden Klassen und deren Kardinalit

aten angeben kann Liegt der
Datenbankentwurf als ERModell vor dann ist die Abbildung in das Daten
bankmodell noch einfacher In O
 
w

are es m

oglich einen solchen Objekttyp
selbst zu denieren Ob das allerdings sehr sinnvoll ist mu am konkreten
Anwendungszweck untersucht werden
 DATENBANKENTWURF 
Methoden k

onnen ebenfalls im Modell deniert werden Innerhalb der
Klassendeklaration oder auch sp

ater werden die Signaturen der Methoden
deniert Die Methodenr

umpfe werden immer auerhalb der Klassendekla
ration deniert

  Fazit
In der Datenmodellierung haben relationale DBMS erhebliche Nachteile ge
gen

uber objektorientierten DBMS Neben den bereits angesprochenen Nach
teilen des Relationenmodells die in der Tabelle  zusammengefat sind
besitzt das objektorientierte Modell weitere St

arken f

ur die Datenmodellie
rung die an dieser Stelle nicht weiter ausgef

uhrt sondern nur genannt werden
sollen

  Klassen und Typhierarchie
 

Uberladen und dynamisches Binden von Methoden
Nun besitzen einige Programmiersprachen so auch Java keine Typkonstruk
toren so da deshalb die Schw

ache in der Darstellung von komplexen Attri
buten in DB	 bei der Entwicklung des Prototypen auch kein direkter Nachteil
gegen

uber O
 
darstellt Weiterhin spielen f

ur den Prototypen die Objektiden
tit

at und die semantische Unterscheidung der Beziehungen keine Rolle
Methoden k

onnen nur im objektorientierten Modell deniert werden aber
auch das hatte keinen Einu auf die Entwicklung des Prototypen
 Datenbankentwurf
Mit einem Datenbankentwurf wird eine gegebene Anwendungsstruktur in
ein Datenbankschema

uberf

uhrt Dabei sollten strukturelle und semantische
Informationen m

oglichst erhalten bleiben
Solche Informationen

auern sich zB in den Abh

angigkeiten zwischen
Attributen Zwei wichtige Abh

angigkeiten die funktionale und mehrwertige
Abh

angigkeit wurden bereits im Abschnitt 	 auf Seite  deniert Die
Entwurfstechniken des Relationenmodells k

onnen unter Umst

anden groe
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Schw

achen von DB	 gegen

uber O
 
Wirkung auf den Prototy
pen
Darstellung komplexer Attribute nur
simulierbar
auch in Java nur simulierbar
keine Objektidentit

at Denition von Schl

usseln
notwendig
verschiedene Beziehungen darstellbar
aber nicht unterscheidbar
nicht n

otig
keine Methoden im Modell denierbar keine Auswirkung
Tabelle 
 Schw

achen von DB	 in der Datenmodellierung
Probleme bei der Darstellung dieser Abh

angigkeiten haben Ausf

uhrliche Bei
spiele k

onnen Heu entnommen werden
Zur Normalisierung eines Relationenschemas siehe Abschnitt 	 werden
Dekompositions und Synthesealgorithmen benutzt Durch Dekomposition
k

onnen Attribute eines Objekttyps auf mehrere Relationen verteilt werden
Die Synthese hingegen kombiniert unter Umst

anden Attribute verschiedener
Objekttypen in eine Relation Solche Schwierigkeiten existieren in objektori
entierten Modellen nicht der vollst

andige Objekttyp geh

ort stets zu einer
Klasse
Daher ist die Gefahr strukturelle und semantische Informationen beim
Datenbankentwurf zu verlieren in relationalen DBMS wesentlich gr

oer als
in objektorientierten DBMS
Die angesprochenen Probleme relationaler DBMS ergaben sich allerdings
nicht bei der

Uberf

uhrung der JavaSchnittstelle in das Relationenmodell So
lag der Grund der Darstellung der JavaKlasse Ergebnis durch zwei Rela
tionen ausschlielich an der fehlenden Dom

ane f

ur Arrays bzw ist ein Array
zweidimensional und kann deshalb nicht in mehrere Attribute aufgeteilt wer
den
Dennoch ist das entstandene Datenbankschema von DB	 nur mit mehr
Aufwand zu verwenden als das von O
 
 Das wurde besonders deutlich in der
Implementierung der Methoden der Klasse Datenbank f

ur die Datenbankzu
 ANFRAGESPRACHE 
grie siehe auch Anhang D
 Anfragesprache
In diesem Abschnitt sollen die Anfragesprachen hinsichtlich ihrer praktischen
Verwendbarkeit kurz beleuchtet werden
In DB	 wird SQL	 in O
 
wird OQL nach ODMG Standard verwen
det

  DB
In Heu werden folgende drei schwerwiegenden Probleme relationaler An
fragesprachen genannt

  Strukturmangel im Ergebnis
Das Ergebnis einer Anfrage ist eine Relation Die urspr

ungliche Struk
tur der Anwendungsobjekte mu explizit rekonstruiert werden
  Fehlende Unterst

utzung komplexer Strukturen in der Anfrageformulie
rung
  Notwendigkeit expliziter Verbundoperationen
Um Informationen aus verschiedenen Relationen zu nutzen mu bei
der Anfrageformulierung ein Verbund vorgenommen werden Das be
trit zB aber auch die Relationen die eigentlich einen Objekttypen
repr

asentieren der aber aufgrund der Dekomposition durch mehrere
Relationen dargestellt wird
Treten

Anderungen an solchen Objekttypen auf m

ussen die entspre
chenden UpdateOperationen nacheinander auf jede einzelne Relation
angewendet werden Das wirkt sich vor allem durch gr

oeren Aufwand
auf die Implementierung der Datenbankzugrie aus

 O
 
OQL ist eine SQLartige Anfragesprache Je nach Anfrage liefert OQLWerte
komplexe Attribute Objekte oder Mengen von Objekten zur

uck Verbunde
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sind dabei m

oglich OQL besitzt gegen

uber SQL zwei wesentliche Vorteile

  Komplexe Strukturen werden unterst

utzt
  Mit Anfrageergebnissen lassen sich neue Anwendungstypen denieren

 Fazit
Viele Anfragen die in einer informalen Sprache einfach zu formulieren sind
k

onnen in SQL oft gar nicht oder nur sehr umst

andlich formuliert werden
Daher bietet DB	 teilweise auch Spracherweiterungen an um solche Proble
me zu vermeiden Da allerdings solche Probleme bei der Implementierung des
Prototypen kaum auftraten soll zu einer genaueren Analyse der Schw

achen
von SQL auf Dat und DD verwiesen werden
 JavaBinding
Das JB beider DBMS wurde in den Abschnitten  und  beschrieben
Dabei zeigten sich groe Unterschiede

  Erforderliche Arbeitsschritte
Um Instanzen von JavaKlassen in einer Datenbank Persistenz zu verleihen
sind folgende drei Arbeitsschritte n

otig
 Abbildung der JavaKlassen in das Datenmodell des DBMS
  DB	
Der Implementierer mu aus den JavaKlassen einen relationalen
Datenbankentwurf durchf

uhren Dabei k

onnen Probleme entste
hen die bereits in den Abschnitten 	  und 	 diskutiert
wurden
  O
 
Das ImportierWerkzeug

ubernimmt die Abbildung der JavaKlas
sen

 JAVA	BINDING 
	 Anlegen des Datenbankschemas
  DB	
Der Implementierer sorgt selber f

ur das Anlegen der Relationen
nach dem Datenbankentwurf Integrit

atsbedingungen m

ussen teil
weise mit Constraints und Triggern modelliert werden
  O
 
Das ImportierWerkzeug legt automatisch das Datenbankschema
an der Zugri erfolgt dann transparent Die Beziehungen zwischen
den JavaKlassen bleiben erhalten
 Implementierung der Zugrie auf die Daten der Datenbank
  DB	
Der Zugri wird

uber JDBC realisiert Der Implementierer mu
die Anfragen als SQLAnweisungen formulieren Fehler in der
Anfrageformulierung werden erst zur Laufzeit aufgedeckt Auf
M

angel von SQL wurde teilweise im Abschnitt  hingewiesen
Die JDBCKomponenten sind im JDK enthalten
  O
 
Der Zugri wird komplett in Java mit Hilfe der Klassen des JB
API realisiert Anfragen werden

uber den entsprechenden Klas
senextent der mit Pr

adikaten geltert werden kann gestellt

 Fazit
Das JB von O
 
ist wesentlich komfortabler Die Werkzeuge nehmen dem Im
plementierer viele Arbeitsschritte ab der sich so nicht mehr um Datenbank
Angelegenheiten k

ummern mu
Groe Aufmerksamkeit mu der Typkonvertierung in DB	 geschenkt wer
den Dieser Aufwand wird dem Implementierer f

ur O
 
durch das Import
Werkzeug abgenommen Ver

anderungen am Datenmodell ziehen in DB	
enorme

Anderungsarbeiten an den Zugrismethoden nach sich
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Ein weiterer Vorteil des JB von O
 
liegt in der M

oglichkeit Arrays in die
Datenbank zu speichern In DB	 war das nicht m

oglich
Aufgrund von Softwareproblemen siehe auch Abschnitt  war es zeit
lich leider nicht m

oglich das JB von O
 
hinsichtlich des Imports der Java
Schnittstelle in ein relationales DBMS zu testen So konnten auch weitere
angedachte Vergleiche zwischen den JB beider DBMS nicht erfolgen
 Export der Daten
Die Exportm

oglichkeiten von DB	 wurden bereits im Abschnitt 	 un
tersucht An dieser Stelle soll aber noch einmal erw

ahnt werden da Daten
aus DB	 mittels einer ExportFunktion einiger ProgrammierAPIs in drei
verschiedene DateiFormate gebracht werden k

onnen Mit dem Werkzeug

Command Center ist der Export der Daten ebenfalls m

oglich
O
 
bietet weder in den ProgrammierSchnittstellen noch mit den Werk
zeugen eine M

oglichkeit Daten zu exportieren Der Anwender mu also eine
Exportfunktion selber innerhalb einer Anwendung implementieren
	 Stabilit

at der Systeme
Die Implementierung der Datenbankzugrie f

ur DB	 erfolgte unter dem Be
triebssystem Windows NT DB	 und die Kommunikation

uber JDBC funk
tionierten auf Anhieb Leider gl

uckte keine Installation unter Solaris
Die JBWerkzeuge von O
 
gibt es zur Zeit nur f

ur die UnixPlattform
Durch die irrt

umliche Verwendung von O
 
Komponenten unterschiedlicher
Versionen lief O
 
einige Zeit sehr instabil Weiterhin stellt O
 
auch an die Ver
sion von Solaris Anforderungen so mute eine neue Version des Betriebssy
stemes installiert werden damit O
 
verl

alich arbeitete Jedoch scheinen die
JBWerkzeuge noch einige Fehler zu enthalten So lassen sich selbst die mit
gelieferten Beispielklassen nicht immer importieren Auch die JavaSchnitt
stelle des Prototypen lie sich nur zeitweise importieren in dieser Phase
wurde die Methode zum Laden der Kenngr

oen erfolgreich implementiert
und getestet Zur Zeit bricht das ImportWerkzeug den Importvorgang mit
 FAZIT 
DB	 O
 
Wirkung auf Prototyp
Datenmodellierung   keine
Datenbankentwurf   mehr Aufwand bei Implementierung
der Datenbankzugrie f

ur DB	
Anfragesprache   keine
JavaBinding   mehr Aufwand bei Implementierung
der Datenbankzugrie f

ur DB	
Export der Daten   Exportfunktion f

ur O
 
mu selber im
plementiert werden
aktive Komponente   WorkowKomponente mu als eigene
Anwendung realisiert werden
Tabelle 	
 Zusammenfassung der St

arken und Schw

achen beider DBMS
einem JavaFehler ab Auch der Support von O
 
Technology konnte bisher
die Ursache dieses Fehlers nicht nden Daher konnte die Implementierung
zum Speichern eines Angebotes nicht getestet werden
 Fazit
Die St

arke des Relationenmodells liegt in der einheitlichen und einfachen Be
schreibung der Anwendungsdaten Dem Relationenmodell liegt ein exaktes
mathematisches Modell zugrunde Dennoch bestehen im Verh

altnis zum ob
jektorientierten Modell viele Dezite in der Datenmodellierung Auch im Da
tenbankentwurf und bei der Anfragesprache bestehen einige Nachteile Diese
Dezite erlangten allerdings am Beispiel des Prototypen kaum an Bedeutung
Die gr

oten Unterschiede ergeben sich beim JavaBinding Das JB von
O
 
ist wesentlich komfortabler und senkt den Implementierungsaufwand f

ur
die Datenbankzugrie erheblich Auerdem gestaltet sich der Zugri auf die
Datenbank f

ur den Implementierer wesentlich transparenter er mu weder
einen Datenbankentwurf noch das Datenbankschema anlegen Auch um die
Konvertierung der JavaTypen in die OQLTypen und umgekehrt mu sich
der Implementierer nicht k

ummern
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O
 
bietet keine M

oglichkeit Daten zu exportieren Daten aus DB	 k

onnen
in drei verschiedene Dateiformate exportiert werden Damit sind auch die
M

oglichkeiten f

ur die Realisierung der WorkowKomponente f

ur O
 
be
schr

ankter bzw mu eine Exportfunktion durch den Implementierer geschaf
fen werden
Groe Unterschiede ergaben sich auch beim Vergleich der aktiven Kompo
nenten siehe auch Abschnitt 	 In DB	 werden zB nur SQLOperatio
nen auf vorhandenen Relationen als Ereignis erkannt In O
 
ist es m

oglich
den Vorgang des Verbindungsaufbaues bzw abbaues eines Clients zum Ser
ver als Ereignis zu denieren Weiterhin k

onnen Ereignisse jeglicher Art de
niert werden die dann allerdings nicht vom System selbst

andig erkannt
werden In DB	 k

onnen Aktionen deniert werden die nach dem Eintreten
eines Ereignisses und dem

Uberpr

ufen einer Bedingung ausgel

ost werden
Als Aktionen sind allerdings nur SQLAnweisungen m

oglich In O
 
werden
nach dem Erkennen eines eintretenden Ereignisses lediglich Nachrichten ver
schickt die Clients

uber das Eintreten des Ereignisses informieren Der Client
mu deshalb selber daf

ur sorgen da eine bestimmte Aktion ausgef

uhrt wird
Die Schwerpunkte die in diesem Kapitel untersucht und diskutiert wur
den sind nochmals in Tabelle 	 zusammengefat
Auch wenn bei der Entwicklung des Prototypen nicht alle Vorteile des
objektorientierten Modells gegen

uber dem Relationenmodell zur Geltung ka
men gestaltete sich der Implementierungsaufwand der Datenbankanbindung
von O
 
wesentlich einfacher als der von DB	 Es soll nochmals betont werden
da sich die Schw

achen des Relationenmodells in puncto Datenmodellierung
Datenbankentwurf und Anfragesprache bei komplexeren Anwendungsbeispie
len sehr nachteilig gegen

uber der Verwendung eines objektorientierten DBMS
auswirken k

onnen
Kapitel 
Generieren von HTMLSeiten
aus einer Datenbank
In diesem Kapitel sollen einige M

oglichkeiten der dynamischen Generierung
von HTMLSeiten kurz er

ortert werden Diese Seiten sind nicht statisch auf
einem WebServer gespeichert sondern werden von einem Programm auf
dem Server bei jedem Zugri durch den Browser neu erstellt Dabei steht die
Abw

agung inwieweit diese Techniken alternativ beim Entwurf des Prototy
pen genutzt werden k

onnen im Vordergrund
 CGI
Das Common Gateway Interface kurz CGI ist der Versuch der Standardi
sierung der Kommunikation eines WebServers mit einer SQLDatenbank
CGIProgramme k

onnen

  Daten aus einem HTMLFormular in eine Datenbank speichern
  Daten aus einer Datenbank abrufen und damit
  HTMLSeiten dynamisch erzeugen
CGIProgramme k

onnen mit Skriptsprachen zB Perl oder mit Pro
grammiersprachen entwickelt werden Bei der Gestaltung der Formulare ist
man jedoch auf die M

oglichkeiten von HTML beschr

ankt

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Der Ablauf der Verwendung eines CGIProgrammes gestaltet sich wie
folgt

 Der Anwender klickt in seinem Browser auf ein URL der ein Programm
anstatt einer HTMLSeite repr

asentiert
	 Der HTTPServer auf den der URL verweist ruft das Programm mit
den durch den URL

ubergebenen Parametern auf
 Das Programm speichert eventuell Daten in eine Datenbank
 Das Programm erzeugt eine HTMLSeite die an den WebServer ge
sendet wird
 Der WebServer sendet die neu erstellte HTMLSeite zum Browser
Der Nachteil des Einsatzes von CGIProgrammen liegt in der zus

atzlichen
Belastung des Servers durch den Verbrauch von Prozessorzeit und Speicher
Bei Verwendung von Perl kann laut HvS von einem Speicherverbrauch
von mindestens  MByte ausgegangen werden
In Blu werden weitere Nachteile genannt So bietet CGI eine mangeln
de Unterst

utzung f

ur viele externe ProgrammentwicklungsTools Betriebs
systeme und Umgebungen Die Daten

ubertragungsmethode ist weder robust
noch ezient F

ur allgemein gebr

auchliche Aufgaben stehen nur Schnittstel
len auf einer unn

otig tiefen Ebene zur Verf

ugung
Wegen dieser Nachteile von CGI gibt es auch verschiedene L

osungsans

atze
zB der ISAPIStandard von Microsoft Livewire von Netscape oder Serv
letTechnologie von Sun Microsystems die diese Probleme vermeiden oder
den Programmieraufwand auf Seiten des WebAdministrators kleiner halten
wollen Bei der Verwendung dieser L

osungen wird allerdings die Plattform
unabh

angigkeit verloren
 O
	
Web
F

ur den Zugri auf O
 
direkt aus dem WWW bietet O
 
Technology das
Produkt O
 
Web an Man Wenn ein WebServer auf O
 
Web aufgebaut
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ist kann eine OQLAnfrage die der Client mit dem URL

ubergeben kann
zum O
 
Server geleitet werden Die Anfrageergebnisse werden durch automa
tisch generierte HTMLSeiten dargestellt die dann anschlieend zum Client
gesendet werden
Dem Anwender stehen drei Niveauebenen von Einum

oglichkeiten auf
die HTMLGenerierung zur Verf

ugung

 Der Anwender

ubt keinerlei Einu auf die HTMLGenerierung aus
Anfrageergebnisse werden objektweise dargestellt Jedes Objekt besitzt
seine eigene HTMLSeite auf der zeilenweise die Attributnamen und
werte gelistet werden

Uber Links kann sich der Anwender durch alle
Objekte navigieren
	 Die Objekte werden wie auf der  Niveauebene dargestellt Zus

atz
lich kann aber Text am Anfang und Ende der HTMLSeite ein
gef

ugt werden Weiterhin kann auf Fehler oder Ereignisse wie zB
Verbindungsauf und abbau zum Server reagiert werden
 Der Anwender erh

alt die totale Kontrolle

uber die HTMLGenerierung
HTMLCode der die Darstellung der Objekte beschreibt kann in die
Klassendenition eingebettet werden daher kann sogar die Darstel
lung der Objekte in Abh

angigkeit von Attributwerten beeinut wer
den Nat

urlich kann auch auf dieser Niveauebene zus

atzlicher Text am
Anfang und Ende der HTMLSeite eingef

ugt werden
 Fazit
Die Verwendung von CGIProgrammen oder O
 
Web w

are f

ur die Implemen
tierung des Prototypen ebenso m

oglich gewesen
Allerdings ist man beim Layout der Formulare und Anfrageergebnisse auf
die M

oglichkeiten von HTML beschr

ankt Ein weiterer Nachteil ist die gr

oe
re Serverlast durch das Generieren von HTMLSeiten Gerade bei Verwen
dung von CGI sollen laut Blu Probleme auftreten wenn zeitgleich mehre
re Anwender auf die Datenbank zugreifen Allerdings bietet CGI als einzige
der genannten M

oglichkeiten den Erhalt der Plattformunabh

angigkeit

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Ferner ist zu bedenken da viele Skriptsprachen nicht die M

achtigkeit von
Programmiersprachen besitzen
Der groe Vorteil solcher L

osungen besteht sicherlich in der automati
schen Pr

asentation unterschiedlicher Anfrageergebnisse durch HTMLSeiten
Der Prototyp ruft allerdings lediglich die aktuelle Instanz der Klasse
Kenngroessen aus der Datenbank ab die dem Anwender nicht pr

asentiert
werden soll sondern nur zur Parameter

uberpr

ufung f

ur die Applikation n

otig
ist Dem Anwender wird nur das Ergebnis seines Angebotes pr

asentiert das
zu diesem Zeitpunkt noch nicht persistent ist Erst zu einem sp

ateren Zeit
punkt wird das Ergebnis innerhalb des kompletten Angebotes sie dazu Ka
pitel  in der Datenbank gespeichert
Die Darstellung der kompletten Angebote f

ur die Sachbearbeiter geh

ort
nicht zum geforderten Aufgabenbereich des Prototypen
Kapitel 
Schlubetrachtung
 Die Architektur der Applikation
Um den

Uberblick zum Prototypen zu vervollst

andigen wird in diesem Ab
schnitt die Architektur der Applikation erl

autert Genauere Informationen
zur Applikation k

onnen Bas entnommen werden
Der Aufbau der Applikation wird in der Abbildung  dargestellt
Der interessierte Kunde startet auf seinem lokalen Rechner

uber einen
WebBrowser ein JavaApplet da alle n

otigen Parameter aufnimmt und
diese der laufenden JavaApplikation auf dem WebServer mitteilt Auf dem
WebServer wird f

ur jeden Client eine eigene Task generiert Diese Task l

at
die Berechnungskomponente mit den

ubergebenen Parametern die Ergebnis
werte berechnen und liest oder schreibt die entsprechenden Daten in oder
aus der Datenbank

uber eine JavaSchnittstelle
Die Berechnungskomponente ist ein bereits in Nutzung bendliches MS
ExcelModul M

oglichkeiten des Datenaustausches sind in Bas beschrie
ben
Eine WorkowKomponente generiert automatisch EMails und informiert
so die entsprechenden Sachbearbeiter

uber eingegangene Angebote

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Abbildung 
 Die Applikation
 ZUSAMMENFASSUNG 
 Zusammenfassung
Ziel dieser Arbeit und der Diplomarbeit von M Basler Bas war die Kon
zeption und Implementierung eines Prototypen der eine Angebotserstellung
einer Kapital und Lebensversicherung per WWW erm

oglicht Als Imple
mentierungssprache wurde Java wegen der Plattformunabh

angigkeit und des
Sicherheitskonzeptes gew

ahlt
Nach einer Analyse des konkreten Tarifmodells wurden dessen relevante
Informationen bestimmt und in einem allgemeing

ultigen Datenmodell dar
gestellt Aus diesem Datenmodell wurde eine JavaSchnittstelle deniert die
einen einheitlichen und tranparenten Zugri auf das relationale DBMS DB	
und das objektotientierte DBMS O
 
erlaubt Aufgrund des komfortableren
JB von O
 
ist der Implementierungsaufwand der Methoden f

ur die Daten
bankzugrie f

ur O
 
wesentlich geringer als der f

ur DB	
Es erfolgte ein bewertender Vergleich beider DBMS bez

uglich ihrer Eig
nung f

ur den Prototypen Nicht alle St

arken und Vorteile eines objektorien
tierten gegen

uber eines relationalen DBMS kamen f

ur den Protoypen zum
Tragen
Es wurden M

oglichkeiten der Umsetzung der WorkowKomponente dis
kutiert Die aktiven Komponenten beider DBMS reichen leider nicht aus
die WorkowKomponente zu realisieren Alternativ wurde eine JavaAnwen
dung beschrieben die auf die Schnittstelle aufbauend und mit Verwendung
von frei verf

ugbaren EMailClients alle Anforderungen an die Workow
Komponente erf

ullt
 Ausblicke
Hohe Priorit

at lag bei der Darstellung des Machbaren und Diskussion der
Eignung vorhandener Techniken Dabei kristallisierten sich folgende Kern
punkte heraus
  Als Programmiersprache wird Java immer bedeutender werden
Mit den stetigen Verbesserungen und neuen M

oglichkeiten von Java
siehe FEY Sch Tie ist Java l

angst

uber den Status als Mittel
zur Erstellung von

netten Eekten auf Homepages hinausgewachsen
 KAPITEL  SCHLUSSBETRACHTUNG
Deshalb haben bereits einige Softwareh

auser angek

undigt da sie auch
groe Projekte in Zukunft mit Java realisieren werden
  Objektorientierte DBMS besitzen viele Vorteile gegen

uber relationalen
DBMS Daher zeichnet sich ein Trend ab relationale DBMS um objek
torientierte Konzepten zu erweitern Objektrelationale Datenbanken
Einige Nachteile von DB	 zB das Fehlen einer Objektidentit

at ge
gen

uber O
 
k

onnten dadurch aufgehoben werden
  Die Modellierung komplexerer Gesch

aftsprozesse als das Versenden von
EMails an die Sachbearbeiter sind denkbar siehe auch Rui
  Es w

are

auerst w

unschenswert da die aktiven Komponenten der
DBMS bez

uglich Ereignisdenition und erkennung bzw der Deni
tion der Aktion komfortabler und m

achtiger werden Sie k

onnten dann
auch dazu beitragen wesentlich komplexere Gesch

aftsprozesse zu mo
dellieren
  Um die Stellung von O
 
als Alternative zu relationalen DBMS auzu
bauen ist die Robustheit des gesamten Systems zu heben Das JB
sollte in Zukunft OMGkonform gestaltet werden noch gibt es einige
Unterschiede siehe CB
Abk

urzungen
API Application Programming Interface
AVSG Allgemeine VersicherungsSoftware GmbH
BLOB Binary Large Object
BUZ Berufsunf

ahigkeitsZusatzversicherung
CGI Common Gateway Interface
CLI XOpen Call Level Interface
CORBA Common Object Request Broker Architecture
DB Datenbank
DB	 CLI DB	 Call Level Interface
DBMS Datenbankmanagementsystem
DDL Data Denition Language
ECARegel EventConditionAction  Regel
EFS Erlebensfallsumme
FIFO First In First Out
HTML Hypertext Markup Language
JAF JavaBeans Activation Framework
JB JavaBinding
JDBC Java Database Connectivity
JDK Java Development Kit
JIT Just In Time
LOB Large Object
ODMG Object Database Management Group
OQL Object Query Language
ORB Object Request Broker
PDA Personal Digital Assistent
RDB Relationale Datenbank

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SQL Structured Query Language
TFS Todesfallsumme
UDF User Dened Function
URL Uniform Resource Locator
VM Virtual Machine
WWW World Wide Web
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Anhang A
Die JavaSchnittstelle
public class Person f
public byte Anrede  Herr Frau Firma
public String Name
public String Vorname
public String Geburtsdatum
public byte Geschlecht  maennlich weiblich
public String Strasse  incl	 Hausnr	
public String Ort
public String Plz
public String Telefon
public String Fax
public String Email
public Person
 fg
g
public class Tarif f
public byte Preisklasse
 Code E K G H
public byte Laufzeit
public byte Eintrittsalter
public String Versicherungsbeginn
public boolean Aufloesungsoption
public byte Dauer Aufloesungsphase
public byte Zahlweise Beitrag
 Code monatlich viertel halb
 jahrlich Depot
public byte Berechnungsart  Code Beitrag VS
public int Vorgabewert
public boolean Abgekuerzte Zahlung
public byte Beitragszahlungsdauer
public byte Gewinnsystem  Code BE BR
 Leistungsverlauf

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public byte Leistungsverlauf
public int TFS Beginn
public int TFS Ende
public byte TFS konstant
 Dynamik
public boolean Dynamik  trueja falsenein
public byte Kennzeichen Dynamik
 Code Tod und Erleben Erleben
public byte Rhythmus
 Code ein zwei dreijahrig
public byte Erhoehung um
 BerufsunfahigkeitsZusatzversicherung 
BUZ
public boolean BUZ Abschliessen  trueja falsenein
public boolean BUZ Beitragsbefreiung
 trueja falsenein
public byte BUZ Tarif  Code BJ BJr
public byte BUZ Ablaufalter
public int BUZ Barrente
public Tarif
 fg
g
public class Kenngroessen f
public String Gueltig seit
public byte Aufloesungsphase 
public int Versicherungssumme 
public int TFS Anfang 
public int TFS Ende 
public int Beitrag 
public byte Zahldauer 
public byte Dynamik Wert 
public byte Dynamik Rhythmus 
public byte BUZ Ablaufalter 
public Kenngroessen
 fg
g
public class Ergebnis f
public String Tarif
 abschlieende Tarifbezeichnung
public int BUZ Aufschlag
public int Tabelle
 Tabelle mit den Ruckkaufswerten etc	
public Ergebnis
 fg
g

public class Angebot f
public Person Personendaten  Angaben zur Person
public Tarif Tarifdaten  Tarifdaten
public Ergebnis Ergebnisdaten  Ergebnis der Berechnung
 Verwaltungsdaten
public int Angebotsnummer
public String Datum
 Datum der Angebotserstellung
public Angebot
 fg
public void AbleitbareAttribute
f
Wenn der Versicherungsbeginn vor dem Geburtstag in diesem Jahr
liegt dann mu das Eintrittsalter zusatzlich zu Vers	Beginn 
Geburtsjahr um  Jahr verkleinert werden	
Tarifdaten	Eintrittsalter  
byte
new Integer

Tarifdaten	Versicherungsbeginn	substring
	intValue
 
new Integer
Personendaten	Geburtsdatum	substring
	intValue

if 

Personendaten	Geburtsdatum	substring
	compareTo

Tarifdaten	Versicherungsbeginn	substring
 


Personendaten	Geburtsdatum	substring
 
Tarifdaten	Versicherungsbeginn	substring
 

Personendaten	Geburtsdatum	substring
	compareTo

Tarifdaten	Versicherungsbeginn	substring

f Tarifdaten	Eintrittsalter g
if 
Tarifdaten	Erhoehung um   fTarifdaten	Dynamik  trueg
else Tarifdaten	Dynamik  false
if 
Personendaten	Anrede  
fPersonendaten	Geschlecht  Personendaten	Anredeg
g
g
public class Datenbank f
public void saveAngebot
Angebot angebot fg
public Kenngroessen getKenngroessen
String d f
Kenngroessen kenngroessen  new Kenngroessen

return 
kenngroessen
g
public Datenbank
 fg
g
Anhang B
Denitionen der Relationen f

ur
DB
CREATE TABLE Kenngroessen 
Gueltig seit VARCHAR NOT NULL
Aufloesungsphase VARCHAR 
Aufloesungsphase VARCHAR 
VS VARCHAR 
VS VARCHAR 
TFS Anfang VARCHAR 
TFS Anfang VARCHAR 
TFS Ende VARCHAR 
TFS Ende VARCHAR 
Beitrag VARCHAR 
Beitrag VARCHAR 
Zahldauer VARCHAR 
Zahldauer VARCHAR 
Dyn Wert VARCHAR 
Dyn Wert VARCHAR 
Dyn Rhythmus VARCHAR 
Dyn Rhythmus VARCHAR 
BUZ Ablaufalter VARCHAR 
BUZ Ablaufalter VARCHAR 
PRIMARY KEY Gueltig seit
CREATE TABLE Person 
ID Person INTEGER NOT NULL
Anrede SMALLINT
Name VARCHAR 	
Vorname VARCHAR 	


Geburtsdatum VARCHAR 
Strasse VARCHAR 	
Ort VARCHAR 	
PLZ SMALLINT
Telefon VARCHAR 

Fax VARCHAR 

Email VARCHAR 	
PRIMARY KEY ID Person
CONSTRAINT ID UNIQ UNIQUE ID Person
CREATE TABLE Angebot 
Angebotsnummer Integer NOT NULL
Datum VARCHAR
ID Person INTEGER NOT NULL
PRIMARY KEY Angebotsnummer
CONSTRAINT ANR UNIQ UNIQUE Angebotsnummer
CONSTRAINT FK IDP FOREIGN KEY ID Person
REFERENCES Person ID Person ON DELETE CASCADE 
CREATE TABLE Tarif 
Angebotsnummer Integer NOT NULL
Preisklasse SMALLINT
Laufzeit SMALLINT
VSbeginn VARCHAR 
Aufloesungsoption VARCHAR 
Dauer AP SMALLINT
Zahlweise Beitrag SMALLINT
Berechnungsart SMALLINT
Vorgabewert INTEGER
Abg Zahlung VARCHAR 
Beitragszahldauer SMALLINT
Gewinnsystem SMALLINT
Leistungsverlauf SMALLINT
TFS Beginn INTEGER
TFS Ende INTEGER
TFS konstant SMALLINT
Kennzeichen D SMALLINT
Rhythmus SMALLINT
Erhoehung um VARCHAR 

BUZ Abschliessen VARCHAR
BUZ Beitragsbefr VARCHAR 
BUZ Tarif SMALLINT
BUZ Ablaufalter SMALLINT
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BUT Barrente SMALLINT
CONSTRAINT FK ANR FOREIGN KEY Angebotsnummer
REFERENCES Angebot Angebotsnummer ON DELETE CASCADE 
CREATE TABLE Ergebnis 
Angebotsnummer Integer NOT NULL
Tarif VARCHAR 	
BUZ Aufschlag INTEGER
CONSTRAINT ANR UNIQ UNIQUE Angebotsnummer
CONSTRAINT FK ANR FOREIGN KEY Angebotsnummer
REFERENCES Angebot Angebotsnummer ON DELETE CASCADE 
CREATE TABLE Ergebnistabelle 
Angebotsnummer Integer NOT NULL
VD SMALLINT
Beitrag INTEGER
EFS INTEGER
TFS INTEGER
RKW INTEGER
CONSTRAINT FK ANR FOREIGN KEY Angebotsnummer
REFERENCES Ergebnis Angebotsnummer ON DELETE CASCADE 
Wenn ein Angebot gel

oscht wird mu

uberpr

uft werden ob die Person auch noch
weitere Angebote erstellt hat Ansonsten kann auch die Person gel

oscht werden
Dazu wurde folgender Trigger deniert
CREATE TRIGGER Delete Person
AFTER DELETE ON Angebot
FOR EACH ROW MODE DBSQL
DELETE FROM Person WHERE ID Person NOT IN
SELECT ID Person FROM Angebot GROUP BY ID Person
Anhang C
Die KongurationsDatei f

ur
den Import der JavaKlassen in
O
 
Das ImportWerkzeuges o
jb import mu mit dem zus

atzlichen Parameter
config aufgerufen werden um die folgende KongurationsDatei zu
verwenden
 transiente Felder
Transient Person Geschlecht
Transient Tarif Eintrittsalter Dynamik
Sollen JavaStrings unbegrenzter L

ange auf eine Zeichenkette mit be
stimmter L

ange gek

urzt werden dann mu zB folgende Zeile in die Kon
gurationsDatei

ubernommen werden

VARCHAR 
 Person Name
Sollen in der Datenbank Zeichenketten unbegrenzter L

ange gespeichert
werden so kann das mit folgender Zeile erreicht werden

TEXT Person Name

Anhang D
Die Implementierung der
Methoden f

ur die
Datenbankzugrie
D DB
package DB Zugriff
import java	lang	
import java	util	
import java	net	URL
import java	sql	
import java	io	
public class Datenbank f
String url  jdbcdbAVSG
String user  
String password  
public void saveAngebot
Angebot angebot f
try f
OutputStream outFile  new FileOutputStream 
jdbc	out
PrintStream outStream  new PrintStream 
outFile true
DriverManager	setLogStream 
outStream
g
catch 
java	io	IOException ioexfioex	printStackTrace
g
try f
System	out	println 
Lade JDBCTreiber			
Class	forName 
COM	ibm	db	jdbc	app	DBDriver
	
D DB 	
System	out	println 
JDBCTreiber geladen	
System	out	println 
Baue Verbindung zur Datenbank auf	
Connection con  DriverManager	getConnection 
url user password
System	out	println 
Verbindung steht	 Sende Anfrage	
con	setAutoCommit
false
Statement PersonVorhanden  con	createStatement

Statement AngebotInsert  con	createStatement

int ID Person
ResultSet rs  PersonVorhanden	executeQuery

SELECT ID Person FROM Person  
WHERE Name    angebot	Personendaten	Name   
 AND Vorname   
angebot	Personendaten	Vorname   
 AND Geburtsdatum   
angebot	Personendaten	Geburtsdatum   
 AND Plz    angebot	Personendaten	Plz 
 AND Strasse   
angebot	Personendaten	Strasse  
boolean mehr  rs	next

if 
mehr fID Person  rs	getInt

System	out	println
Person schon vorhanden	
g
else f
ID Person  
intSystem	currentTimeMillis

AngebotInsert	executeUpdate 
INSERT INTO Person  
VALUES 
  ID Person    
angebot	Personendaten	Anrede    
  angebot	Personendaten	Name    
  angebot	Personendaten	Vorname    
  angebot	Personendaten	Geburtsdatum    
  angebot	Personendaten	Strasse    
  angebot	Personendaten	Ort    
new Integer
angebot	Personendaten	Plz    
  angebot	Personendaten	Telefon    
  angebot	Personendaten	Fax    
  angebot	Personendaten	Email  
System	out	println
Person eingefugt	
g
PersonVorhanden	close

rs	close

AngebotInsert	executeUpdate 
INSERT INTO Angebot  
VALUES 
  angebot	Angebotsnummer    
  angebot	Datum    
ID Person  
System	out	println
Angebot
		
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String Aufloesungsoption  new String

String Abgek Z  new String

String BUZ Abschliessen  new String

String BUZ Beitragsbefreiung  new String

if 
angebot	Tarifdaten	Aufloesungsoption
fAufloesungsoption  g
elsefAufloesungsoption  g
if 
angebot	Tarifdaten	Abgekuerzte ZahlungfAbgek Z  g
elsefAbgek Z  g
if 
angebot	Tarifdaten	BUZ AbschliessenfBUZ Abschliessen  g
elsefBUZ Abschliessen  g
if 
angebot	Tarifdaten	BUZ Beitragsbefreiung
fBUZ Beitragsbefreiung  g
elsefBUZ Beitragsbefreiung  g
AngebotInsert	executeUpdate 
INSERT INTO Tarif  
VALUES 
  angebot	Angebotsnummer    
angebot	Tarifdaten	Preisklasse    
angebot	Tarifdaten	Laufzeit    
  angebot	Tarifdaten	Versicherungsbeginn    
  Aufloesungsoption    
angebot	Tarifdaten	Dauer Aufloesungsphase    
angebot	Tarifdaten	Zahlweise Beitrag    
angebot	Tarifdaten	Berechnungsart    
angebot	Tarifdaten	Vorgabewert    
  Abgek Z    
angebot	Tarifdaten	Beitragszahlungsdauer    
angebot	Tarifdaten	Gewinnsystem    
angebot	Tarifdaten	Leistungsverlauf    
angebot	Tarifdaten	TFS Beginn    
angebot	Tarifdaten	TFS Ende    
angebot	Tarifdaten	TFS konstant    
angebot	Tarifdaten	Kennzeichen Dynamik    
angebot	Tarifdaten	Rhythmus    
  String	valueOf

angebot	Tarifdaten	Erhoehung um    
  BUZ Abschliessen    
  BUZ Beitragsbefreiung    
angebot	Tarifdaten	BUZ Tarif    
angebot	Tarifdaten	BUZ Ablaufalter    
angebot	Tarifdaten	BUZ Barrente  
System	out	println
Tarif
AngebotInsert	executeUpdate 
INSERT INTO Ergebnis  
VALUES 
  angebot	Angebotsnummer    
  angebot	Ergebnisdaten	Tarif    
angebot	Ergebnisdaten	BUZ Aufschlag  
System	out	println
Ergebnis
byte i
D DB 	
for 
 i   i  angebot	Tarifdaten	Laufzeit i
f
AngebotInsert	executeUpdate 

INSERT INTO Ergebnistabelle  
VALUES 
  angebot	Angebotsnummer    
angebot	Ergebnisdaten	Tabellei    
angebot	Ergebnisdaten	Tabellei    
angebot	Ergebnisdaten	Tabellei    
angebot	Ergebnisdaten	Tabellei    
angebot	Ergebnisdaten	Tabellei  
g
System	out	println
Ergebnistabelle 
AngebotInsert	close

con	commit

con	close

System	out	println 
Verbindung geschlossen	
g
catch 
SQLException exf
System	out	println 
SQLException
while 
ex   nullf
System	out	println 
SQLStatus  
ex	getSQLState

System	out	println 
Meldung  
ex	getMessage

System	out	println 
Hersteller  
ex	getErrorCode

ex  ex	getNextException

System	out	println 

g
g
catch 
java	lang	Exception exf
ex	printStackTrace

g
g

public Kenngroessen getKenngroessen
String d f
Kenngroessen kenngroessen  new Kenngroessen

java	util	Date aktuelles datum  new java	util	Date
d
tryf
OutputStream outFile  new FileOutputStream 
jdbc	out
PrintStream outStream  new PrintStream 
outFile true
DriverManager	setLogStream 
outStream
g
catch 
java	io	IOException ioexf
ioex	printStackTrace
g
try f
	
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System	out	println 
Lade JDBCTreiber			
Class	forName 
COM	ibm	db	jdbc	app	DBDriver
System	out	println 
JDBCTreiber geladen	
System	out	println 
Baue Verbindung zur Datenbank auf	
Connection con  DriverManager	getConnection
urluserpassword
System	out	println 
Verbindung steht	 Sende Anfrage	
con	setReadOnly
true
Statement stmt  con	createStatement

ResultSet rs  stmt	executeQuery

SELECT  FROM Kenngroessen
System	out	println 
AnfrageErgebnis erhalten	
boolean mehr  rs	next

Uebergabe des 	 Tupels an KenngroessenObjekt
kenngroessen	Gueltig seit  rs	getString

kenngroessen	Aufloesungsphase  rs	getByte

kenngroessen	Aufloesungsphase  rs	getByte

kenngroessen	Versicherungssumme  rs	getInt

kenngroessen	Versicherungssumme  rs	getInt

kenngroessen	TFS Anfang  rs	getInt
!
kenngroessen	TFS Anfang  rs	getInt

kenngroessen	TFS Ende  rs	getInt

kenngroessen	TFS Ende  rs	getInt
"
kenngroessen	Beitrag  rs	getInt

kenngroessen	Beitrag  rs	getInt

kenngroessen	Zahldauer  rs	getByte

kenngroessen	Zahldauer  rs	getByte

kenngroessen	Dynamik Wert  rs	getByte

kenngroessen	Dynamik Wert  rs	getByte

kenngroessen	Dynamik Rhythmus  rs	getByte
!
kenngroessen	Dynamik Rhythmus  rs	getByte

kenngroessen	BUZ Ablaufalter  rs	getByte

kenngroessen	BUZ Ablaufalter  rs	getByte
"
java	util	Date kenngroessen datum 
new java	util	Date
kenngroessen	Gueltig seit
Kenngroessen dummy  new Kenngroessen

while 
mehrf
dummy	Gueltig seit  rs	getString

dummy	Aufloesungsphase  rs	getByte

dummy	Aufloesungsphase  rs	getByte

dummy	Versicherungssumme  rs	getInt

dummy	Versicherungssumme  rs	getInt

dummy	TFS Anfang  rs	getInt
!
dummy	TFS Anfang  rs	getInt

dummy	TFS Ende  rs	getInt

dummy	TFS Ende  rs	getInt
"
dummy	Beitrag  rs	getInt

dummy	Beitrag  rs	getInt

dummy	Zahldauer  rs	getByte

D DB 	
dummy	Zahldauer  rs	getByte

dummy	Dynamik Wert  rs	getByte

dummy	Dynamik Wert  rs	getByte

dummy	Dynamik Rhythmus  rs	getByte
!
dummy	Dynamik Rhythmus  rs	getByte

dummy	BUZ Ablaufalter  rs	getByte

dummy	BUZ Ablaufalter  rs	getByte
"
java	util	Date tupel datum 
new java	util	Date
dummy	Gueltig seit
if 

tupel datum	after
kenngroessen datum
 
 
tupel datum	after
aktuelles datum
f
kenngroessen	Gueltig seit  dummy	Gueltig seit
kenngroessen	Aufloesungsphase  dummy	Aufloesungsphase
kenngroessen	Aufloesungsphase  dummy	Aufloesungsphase
kenngroessen	Versicherungssumme 
dummy	Versicherungssumme
kenngroessen	Versicherungssumme 
dummy	Versicherungssumme
kenngroessen	TFS Anfang  dummy	TFS Anfang
kenngroessen	TFS Anfang  dummy	TFS Anfang
kenngroessen	TFS Ende  dummy	TFS Ende
kenngroessen	TFS Ende  dummy	TFS Ende
kenngroessen	Beitrag  dummy	Beitrag
kenngroessen	Beitrag  dummy	Beitrag
kenngroessen	Zahldauer  dummy	Zahldauer
kenngroessen	Zahldauer  dummy	Zahldauer
kenngroessen	Dynamik Wert  dummy	Dynamik Wert
kenngroessen	Dynamik Wert  dummy	Dynamik Wert
kenngroessen	Dynamik Rhythmus  dummy	Dynamik Rhythmus
kenngroessen	Dynamik Rhythmus  dummy	Dynamik Rhythmus
kenngroessen	BUZ Ablaufalter  dummy	BUZ Ablaufalter
kenngroessen	BUZ Ablaufalter  dummy	BUZ Ablaufalter
java	util	Date kenngroessen Datum 
new java	util	Date
kenngroessen	Gueltig seit
g
mehr  rs	next

g
rs	close

stmt	close

con	close

System	out	println 
Verbindung geschlossen	
g
catch 
SQLException exf
System	out	println 
SQLException
while 
ex   nullf
System	out	println 
SQLStatus  
ex	getSQLState

	
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System	out	println 
Meldung  
ex	getMessage

System	out	println 
Hersteller  
ex	getErrorCode

ex  ex	getNextException

System	out	println 

g
g
catch 
java	lang	Exception exf
ex	printStackTrace

g
return 
kenngroessen
g

public Angebot getAngebot
String d f
Angebot angebot  new Angebot

angebot	Tarifdaten  new Tarif

angebot	Personendaten  new Person

angebot	Ergebnisdaten  new Ergebnis

angebot	Ergebnisdaten	Tabelle  new int
String ID Person
tryf
OutputStream outFile  new FileOutputStream 
jdbc	out
PrintStream outStream  new PrintStream 
outFile true
DriverManager	setLogStream 
outStream
g
catch 
java	io	IOException ioexf
ioex	printStackTrace
g
try f
System	out	println 
Lade JDBCTreiber			
Class	forName 
COM	ibm	db	jdbc	app	DBDriver
System	out	println 
JDBCTreiber geladen	
System	out	println 
Baue Verbindung zur Datenbank auf	
Connection con  DriverManager	getConnection
urluserpassword
System	out	println 
Verbindung steht	 Sende Anfrage	
con	setReadOnly
true
Statement stmt  con	createStatement

ResultSet rs  stmt	executeQuery

SELECT  FROM Tarif WHERE Angebotsnummer    d
rs	next

angebot	Tarifdaten	Preisklasse  rs	getByte

angebot	Tarifdaten	Laufzeit  rs	getByte

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angebot	Tarifdaten	Versicherungsbeginn  rs	getString

angebot	Tarifdaten	Aufloesungsoption  rs	getBoolean

angebot	Tarifdaten	Dauer Aufloesungsphase  rs	getByte
!
angebot	Tarifdaten	Zahlweise Beitrag  rs	getByte

angebot	Tarifdaten	Berechnungsart  rs	getByte

angebot	Tarifdaten	Vorgabewert  rs	getInt
"
angebot	Tarifdaten	Abgekuerzte Zahlung  rs	getBoolean

angebot	Tarifdaten	Beitragszahlungsdauer  rs	getByte

angebot	Tarifdaten	Gewinnsystem  rs	getByte

angebot	Tarifdaten	Leistungsverlauf  rs	getByte

angebot	Tarifdaten	TFS Beginn  rs	getInt

angebot	Tarifdaten	TFS Ende  rs	getInt

angebot	Tarifdaten	TFS konstant  rs	getByte
!
angebot	Tarifdaten	Kennzeichen Dynamik  rs	getByte

angebot	Tarifdaten	Rhythmus  rs	getByte

angebot	Tarifdaten	Erhoehung um  rs	getByte
"
angebot	Tarifdaten	BUZ Abschliessen  rs	getBoolean

angebot	Tarifdaten	BUZ Beitragsbefreiung  rs	getBoolean

angebot	Tarifdaten	BUZ Tarif  rs	getByte

angebot	Tarifdaten	BUZ Ablaufalter  rs	getByte

angebot	Tarifdaten	BUZ Barrente  rs	getInt

System	out	println 
Tarifdaten erhalten	
rs	close

rs  stmt	executeQuery
SELECT ID Person FROM Angebot
WHERE Angebotsnummer    d
rs	next

ID Person  rs	getString

rs	close

System	out	println 
Person bestimmt	
rs  stmt	executeQuery
SELECT  FROM Person
WHERE ID Person    ID Person
rs	next

angebot	Personendaten	Anrede  rs	getByte

angebot	Personendaten	Name  rs	getString

angebot	Personendaten	Vorname  rs	getString

angebot	Personendaten	Geburtsdatum  rs	getString

angebot	Personendaten	Strasse  rs	getString
!
angebot	Personendaten	Ort  rs	getString

angebot	Personendaten	Plz  rs	getString

angebot	Personendaten	Telefon  rs	getString
"
angebot	Personendaten	Fax  rs	getString

angebot	Personendaten	Email  rs	getString

rs	close

System	out	println 
Persondaten erhalten	
rs  stmt	executeQuery
SELECT BUZ Aufschlag FROM Ergebnis
WHERE Angebotsnummer    d
	
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rs	next

angebot	Ergebnisdaten	BUZ Aufschlag  rs	getInt

rs	close

System	out	println 
BUZ Aufschlag bestimmt	
rs  stmt	executeQuery
SELECT  FROM Ergebnistabelle
WHERE Angebotsnummer    d
boolean mehr  rs	next

byte i
for 
 i   mehr i f
angebot	Ergebnisdaten	Tabellei  rs	getByte

angebot	Ergebnisdaten	Tabellei  rs	getInt

angebot	Ergebnisdaten	Tabellei  rs	getInt

angebot	Ergebnisdaten	Tabellei  rs	getInt

angebot	Ergebnisdaten	Tabellei  rs	getInt
!
mehr  rs	next

g
rs	close

System	out	println 
Ergebnistabelle erhalten	
stmt	close

System	out	println 
Angebot komplett	
con	close

System	out	println 
Verbindung geschlossen	
g
catch 
SQLException exf
System	out	println 
SQLException
while 
ex   nullf
System	out	println 
SQLStatus   ex	getSQLState

System	out	println 
Meldung   ex	getMessage

System	out	println 
Hersteller   ex	getErrorCode

ex  ex	getNextException

System	out	println 

g
g
catch 
java	lang	Exception exf
ex	printStackTrace

g
return 
angebot
g
g
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package DB Zugriff
import com	ardentsoftware	jb	api	
import java	lang	
import java	util	
public class Datenbank f
public void saveAngebot
Angebot angebot f
Verbindung zum Server
Database database 
new Database
osantorindemo
try fdatabase	connect

System	out	println
Connected g
catch 
DBRuntimeException efSystem	out	println
eg
Datenbank offnen
try fdatabase	open
avsg base
System	out	println
Base open g
catch 
DBRuntimeException efSystem	out	println
eg
da Objekte in die DB geschrieben werden sollen mussen
Operationen in einer Transaktion ausgefuhrt werden
Transaction transaction  new Transaction

try ftransaction	begin

Hat Person schon mal Angebot erstellt
Extent personExtent  Extent	all
Person	where

this	Name  angebot	Personendaten	Name and
this	Vorname  angebot	Personendaten	and
this	Geburtsdatum  angebot	Personendaten	Geburtsdatum and
this	Ort  angebot	Personendaten	Ort
Enumeration enum  personExtent	elements

if 
enum	hasMoreElements

Person schon vorhanden OID umsetzen
fangebot	Personendaten  
Personenum	nextElement
g
wenn Person nicht vorhanden dann Personendaten speichern
else fdatabase	persist
angebot	Personendateng
Speichern der Tarif Ergebnis und Angebotsdaten
database	persist
angebot	Tarifdaten
database	persist
angebot	Ergebnisdaten
Array explizit speichern
database	persist
angebot	Ergebnisdaten	Tabelle
database	persist
angebot
transaction	commit
 g
catch 
ActiveTransactionExeption efSystem	out	println
eg
catch 
DBRuntimeException efSystem	out	println
eg

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Datenbank schlieen
try fdatabase	close

System	out	println
Base closed g
catch
InvalidCallException efSystem	out	println
eg
catch
TransactionAbortedException efSystem	out	println
eg
Verbindung zum Server abbauen
try fdatabase	disconnect

System	out	println
Disconnected g
catch
InvalidCallException efSystem	out	println
eg
catch
TransactionAbortedException efSystem	out	println
eg
g
public Kenngroessen getKenngroessen
String d f
Kenngroessen kenngroessen  new Kenngroessen

DummyInstanz von Kenngroessen
zum Bestimmen der aktuellen Kenngroen
Kenngroessen dummy kg  new Kenngroessen

aus String d Datum machen
java	util	Date aktuelles datum  new java	util	Date
d
Verbindung zum Server
Database database 
new Database
osantorindemo
try fdatabase	connect

System	out	println
Connected g
catch 
DBRuntimeException efSystem	out	println
eg
Datenbank offnen
try fdatabase	open
avsg base
System	out	println
Base open g
catch 
DBRuntimeException efSystem	out	println
eg
wenn keine

Anderungen an persistenten Objekten dann keine
ExtraTransaktion notig nun effizienterer ReadOnlyModus
Extent kgExtent
try fkgExtent  Extent	all
DB Zugriff	Kenngroessen


Ubergabe des Anfragergebnisses an EnumerationObjekt
Enumeration enum  kgExtent	elements

erstes EnumerationObjekt an KenngroessenInstanz ubergeben
kenngroessen  
Kenngroessenenum	nextElement

Datum der KenngroessenInstanz ermitteln
java	util	Date kenngroessen datum 
new java	util	Date
kenngroessen	Gueltig seit
alle Elemente des EnumerationObjektes durchgehen und
aktuellste Kenngroesse finden
D O
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while 
enum	hasMoreElements
f
dummy kg  
Kenngroessenenum	nextElement

java	util	Date dummy datum 
new java	util	Date
dummy kg	Gueltig seit
if 

dummy datum	after
kenngroessen datum 

 
dummy datum	after
aktuelles datum
fkenngroessen	Gueltig seit  dummy	Gueltig seit
kenngroessen	Aufloesungsphase 
dummy	Aufloesungsphase
kenngroessen	Aufloesungsphase 
dummy	Aufloesungsphase
kenngroessen	Versicherungssumme 
dummy	Versicherungssumme
kenngroessen	Versicherungssumme 
dummy	Versicherungssumme
kenngroessen	TFS Anfang  dummy	TFS Anfang
kenngroessen	TFS Anfang  dummy	TFS Anfang
kenngroessen	TFS Ende  dummy	TFS Ende
kenngroessen	TFS Ende  dummy	TFS Ende
kenngroessen	Beitrag  dummy	Beitrag
kenngroessen	Beitrag  dummy	Beitrag
kenngroessen	Zahldauer  dummy	Zahldauer
kenngroessen	Zahldauer  dummy	Zahldauer
kenngroessen	Dynamik Wert  dummy	Dynamik Wert
kenngroessen	Dynamik Wert  dummy	Dynamik Wert
kenngroessen	Dynamik Rhythmus 
dummy	Dynamik Rhythmus
kenngroessen	Dynamik Rhythmus 
dummy	Dynamik Rhythmus
kenngroessen	BUZ Ablaufalter 
dummy	BUZ Ablaufalter
kenngroessen	BUZ Ablaufalter 
dummy	BUZ Ablaufalter
java	util	Date kenngroessen Datum 
new java	util	Date
kenngroessen	Gueltig seit
g
g
catch 
DBRuntimeException efSystem	out	println
eg
Datenbank schlieen
try fdatabase	close

System	out	println
Base closed g
catch
InvalidCallException efSystem	out	println
eg
catch
TransactionAbortedException efSystem	out	println
eg
Verbindung zum Server abbauen
try fdatabase	disconnect

System	out	println
Disconnected g
catch
InvalidCallException efSystem	out	println
eg
	
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catch
TransactionAbortedException efSystem	out	println
eg
return 
kenngroessen
g
g
Anhang E
Java EMailClients
E Die Klasse jSendEMail
Version
  
Author
 Johnathan Mark Smith
smithj"statenislandonlinecom
E   Methoden
	
ubersicht
 fgetMessage g
liefert die Nachricht die versendet werden soll
 fgetRecipient g
liefert den Namen des Empf

angers
 fgetSender g
liefert den Namen des Senders
 fgetSMTPHost g
liefert den SMTPHost
 fgetSubject g
liefert das Subject der EMail
 fsendEMail g
sendet die EMail an den SMTPServer
 fsetMessageString g
setzt den Text der als EMail verschickt werden soll
 fsetRecipientString g

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setzt den Informationen zum Empf

anger f

ur den SMTPServer
 fsetSenderString g
setzt den Informationen zum Sender f

ur den SMTPServer
 fsetSMTPHostString g
setzt den SMTPHost zum Senden der EMail
 fsetSubjectString g
setzt den Text der als Subjekt der EMail verwendet wird
E  Beispiel f
	
ur die Verwendung
jSendEMail jsm  new jSendEMailmyhost
jsmsetSenderjsmithmyhost
jsmsetRecipientjoefoocom
jsmsetSubjectthis is the subject line
jsmsetMessageThis is the message
jsmsendEMail
E E	MAIL MIT ATTACHEMENT VERSENDEN 
E EMail mit Attachement versenden
Auszug aus SendMIMEjava

Copyright 
c""! Harm Verbeek All Rights Reserved	
Description Use MIMEextensions to send Email with attached
binary file from within Java applet
wont work with applets in WWWbrowser

security violation    	
The code is not optimized it just shows how you
can use MIMEattachments in Java applications	
Version  	
Date  Feb"!
Permission to use copy modify and distribute this software
and its documentation for NONCOMMERCIAL or COMMERCIAL purposes and
without fee is hereby granted	

import java	lang	
import java	io	
import java	net	Socket
import java	net	
import java	applet	
import java	awt	
public class SendMIME extends Applet
f
 name of local host mailhost sender  receiver 
TextField my machine mailhost sender receiver
static int statusLines  
static int width  ! height  !
static Frame frame
static TextField tf File
static TextArea tf Msg tf Log
static Button btn
static FileDialog openDialog
static int SMTPport  
static Socket socket
static DataInputStream din
static PrintStream prout
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static char BaseTable  f
ABCDEFGHIJKLMNOP
QRSTUVWXYZabcdef
ghijklmnopqrstuv
wxyz!"
g
 Name of file to be sent	 
String FileName  
 All nrnncombinations are essential  
String MsgStart  nrnnnrnn
String MsgStart  nrnnnrnnnrnnnrnn
String MsgBody  This is where you put your message	
String MIME ver  MIMEVersion 	nrnn
String Content Typ  ContentType TEXTPLAIN CHARSETusascii
String Content Typ  ContentType
multipartmixed boundary  n     n   nrnn
String Content Dsp  nrnnnrnnnrnn 
ContentDisposition inlinefilename
 you can change the ContentType of the attached binary file
to imagegif imagejpeg or whatever is appropriate	 
String Content Typ  ContentTypeapplicationoctetstreamnrnn
String Content Enc  ContentTransferEncoding base!nrnnnrnn
String MsgEnd  nrnn	nrnn
String MsgEnd  nrnnnrnn	nrnn
 if everything went OK mailhost returns code
starting with either  or 	
The program uses the complete return codes if they
dont work with your mailhost just use the first
character of each return code 
 instead of  etc	 
String SystemStatus  
String ClosingCommand  
String HelpMessage  
String MailSystemReady  
String CommandCompleted  
String StartMailMessage  
 Open binary file 
application image data whatever
and do base! encoding 
void Encode and Send File
String filename
f
byte buf  new byte
try f
FileInputStream fin  new FileInputStream
filename
File f  new File
filename
byte bytes  new byte
int
f	length

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int n  fin	read
bytes
if 
n return
int nbyt  n  
int k  nbyt  
int nrest  n int linelength  
int i  
while 
 i  k  f
buf  
byte

 bytesi  xFC  
buf  
byte


bytesi  x   


bytesi  xF  
buf  
byte


bytesi  xF   


bytesi  xC  !
buf  
byte
 bytesi  xF
prout	print
BaseTablebuf
prout	print
BaseTablebuf
prout	print
BaseTablebuf
prout	print
BaseTablebuf
if 

linelength    ! f
prout	print
nn
linelength  g
i  
g
int npad  nbyt  
if 
nrest f
buf  
byte

 bytesk  xFC  
buf  
byte


bytesk  x   


bytesk  xF  
buf  
byte

 bytesk  xF  
prout	print
BaseTablebuf
prout	print
BaseTablebuf
prout	print
BaseTablebuf
npad 
g
else if 
nrest f
buf  
byte

bytesk  xFC  
buf  
byte

bytesk  x  
prout	print
BaseTablebuf
prout	print
BaseTablebuf
npad 
g
npad if 
npad freturng
npad  npad
i  
while 
 
i  npad  f
prout	print

if 

linelength  ! f
prout	print
nn
linelength  
 ANHANG E JAVA E	MAIL	CLIENTS
g
g
prout	flush

g
catch 
NullPointerException e f
showStatus
Client NullPointerExceptiong
catch 
java	io	FileNotFoundException e f
showStatus
Client FileNotFounfExceptiong
catch 
java	io	IOException e f
showStatus
Client IOExceptiong
g  Encode and Send File 
public void showStatus
String s f
if 
statusLines  ! f
tf Log	setText

statusLines  
g
statusLines
tf Log	appendText
nrnns
g
 read return codes after youve send a command
to the mailhost 
void expect
String expected String msg throws Exception
f
String lastline
showStatus
Client   msg
lastline  din	readLine

if 
 lastline	startsWith
expected
throw new Exception
lastline
showStatus
Host    lastline
while 
lastline	startsWith
expected   f
lastline  din	readLine

showStatus
Host    lastline
g
g
 send mail message with attachment 
public boolean send mail
 f
boolean FileOK  false
Socket socket  null
try f
 connect to the mail host			
showStatus
Client Connecting to  
mailhost	getText
  			
socket  new Socket
mailhost	getText
 SMTPport
din  new DataInputStream
socket	getInputStream

prout  new PrintStream
socket	getOutputStream

expect
MailSystemReady CONNECT
E E	MAIL MIT ATTACHEMENT VERSENDEN 
 OK were connected lets be friendly
and say hello to the mail server			
 we use EHLO instead of HELO
to enable MIME extensions
prout	print
EHLO   my machine	getText
  nrnn
 get return message			
expect
CommandCompleted EHLO
 For starters find out the commands that are available			
prout	print
HELPnrnn
expect
HelpMessage HELP
 OK now let server know WHO wants to send mail			
prout	print
MAIL FROM  sender	getText
  nrnn
expect
CommandCompleted MAIL FROM
 let server know WHOM youre gonna send mail to			
prout	print
RCPT TO  receiver	getText
  nrnn
expect
CommandCompleted RCPT TO
 let server know youre now gonna send the message contents			
prout	print
DATAnrnn
expect
StartMailMessage DATA
 MIME extensions start here
if 
 
new File
FileName	exists
  f
FileOK  true
g
 MIME Version			
prout	print
MIME ver
 To			
prout	print
To Receiver   receiver  nrnn
 Subject			
prout	print
Subject MIME Attachment testnrnn
 Send your message			
if 
FileOK f
 Type of message			
prout	print
Content Typ
prout	print
MsgStartg
else f
prout	print
Content Typ
prout	print
MsgStart
g
DataInputStream msg stream  new DataInputStream

new StringBufferInputStream
tf Msg	getText

try f
while 
msg stream	available
   f
String ln  msg stream	readLine

if 
ln	equals
	
ln  		
prout	println
ln
g
prout	flush
g
catch 
IOException e f
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showStatus
Client Error sending message body	
g
if 
FileOK f
 send attachment info			
prout	print
Content Dsp
prout	print
n   
new File
FileName	getName
 
n   nrnn
prout	print
Content Typ
prout	print
Content Enc
 Send attached binary file base! encoded			
Encode and Send File
FileName
 send the closing part of the message			
prout	print
MsgEnd
g
else f
prout	print
MsgEnd
g
expect
CommandCompleted END OF MESSAGE
 Say Bye Bye			
prout	print
QUITnrnn
expect
ClosingCommand QUIT
g
catch 
Exception e f
showStatus
Client   e	getMessage

return false
g
finally f
try f
if 
socket   null
socket	close

g
catch 
Exception e
showStatus
Client   e	getMessage

g
return true
g
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
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Thesen
I Java ist aufgrund des Sicherheitskonzeptes und der Plattformun
abh

angigkeit die zur Zeit am besten geeignete Programmiersprache zur
Implementierung von Anwendungen f

ur das WWW
II Alternativ w

are die Verwendung von CGIProgrammen oder O
 
Web
m

oglich gewesen Diese L

osungen weisen aber einige Nachteile ge
gen

uber Java auf
III Der Versicherungstarif D l

at sich relativ einfach mit JavaKlassen be
schreiben W

unschenswert w

are aber die M

oglichkeit Tupelkonstruk
toren wiederholt in Java anzuwenden
IV Um der Anwendung einen transparenten Datenbankzugri auf die ver
wendeten DBMS zu erlauben kann eine Schnittstelle als JavaPackage
deniert werden
V Die JavaSchnittstelle l

at sich ohne Informationsverlust in das Daten
modell von DB	

uberf

uhren Die

Uberf

uhrung in das Datenmodell von
O
 
wird durch ein Werkzeug

ubernommen
VI Das DBMS O
 
besitzt nicht nur starke Vorteile Datenmodellierung
Datenbankentwurf etc gegen

uber DB	 es besitzt auch das bessere
JavaBinding Die Implementierungskosten f

ur das Erreichen von Per
sistenz f

ur JavaKlassen sind f

ur O
 
wesentlich geringer Daher eignet
sich O
 
besser f

ur den Prototypen als DB	
VII Die aktive Komponenten von DB	 und O
 
sind in der Denition von
Ereignissen und Aktionen nicht m

achtig genug f

ur die Realisierung der

WorkowKomponente Diese mu als eigene Anwendung implemen
tiert werden

