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Lyhenteet 
IIS  Internet information services. Microsoftin tarjoama alusta 
verkkosovellusten ylläpitoon. 
IaaS Infrastructure as a Service. Infrastruktuurin tarjonta palveluna. Alusta 
hoitaa virtuaalipalvelinten ylläpidon. Käyttäjä huolehtii vain 
käyttöjärjestelmästä. 
PaaS Platform as a Service. Sovellusalustan tarjonta palveluna. Alustaa hoitaa 
käyttöjärjestelmän ylläpidon. Käyttäjä huolehtii vain sovelluksesta. 
SaaS Software as a Service. Sovelluksen tarjonta palveluna. Alusta hoitaa 
sovelluksen ylläpidon. Käyttäjä vastaa vain erillisten metodien toiminnasta. 
API Application Programming Interface. Rajapinta, jolla järjestelmiä voidaan 
integroida toisiinsa. 
XML Extensible Markup Language. Tekstiä, joka formatoitu standardin 
mukaisesti. Luotu tiedonsiirtoa varten. 
JSON JavaScript Object Notation. Tekstiformaatti tiedonsiirtoa varten. 
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1 Johdanto 
Insinöörityön tarkoituksena on pystyttää Microsoftin Azure-pilvipalveluun verkkosovellus 
käyttäen hyväksi Microsoftin valmista verkkosovelluspohjaa. Työssä tutkitaan, kuinka 
verkkosovelluksen kaikki osat saadaan toimimaan pilvessä yhtenä kokonaisuutena. 
Kokonaisuuteen kuuluvat sovellus, tietokanta ja nimipalvelu. Lopullinen sovellus tulee 
löytymään osoitteesta www.verainen.fi. Työkaluina toimivat Azure-portaali, Microsoft 
SQL Server Management Studio sekä Microsoft Visual Studio 17. 
Työssä vertaillaan aluksi hieman kolmea suurinta pilvialustaa, Amazon Web Servicesiä, 
Microsoft Azurea sekä Googlen Cloud Platformia. Yksi suurimmista tekijöistä, miksi 
päädyin Azureen, oli se, että saan työpaikkani puolesta Azureen kuukausittain 
krediittejä, joilla voin kustantaa pilvipalvelussa toimivat sovellukset. Mielestäni Azuren 
hinnoittelupolitiikka oli kuitenkin kaikista kolmesta selkein, ja myös alustan 
integroituminen Visual Studioon oli tärkeässä roolissa. Loppujen lopuksi alustat ovat 
kuitenkin melko samanlaisia, ja aiempi kokemukseni Visual Studion käytöstä ja se, että 
alusta on käytännössä minulle ilmainen, ratkaisivat pilvialustan valinnan Azureksi. 
Alustoista perehdytään erityisesti Azureen ja siihen, kuinka sitä hyväksi käyttäen 
saadaan haluttu verkkosovellus pilveen. Työssä käsitellään alustan historiaa ja 
kehityskaarta. Huomioon otettavaa on, että kirjoitushetkellä alustalle kehitetään vielä 
jatkuvasti uusia palveluita ja se saattaa muuttua nopeallakin aikavälillä merkittävästi. 
Alustan eri hintaluokkia vertaillaan hieman, kuten sitä, kuinka ilmainen ja maksullinen 
versio eroavat toisistaan. 
Työn toteukseen keskittyvässä osiossa käydään läpi, kuinka Visual Studiolla voi luoda 
uuden verkkosovelluksen ja julkaista sovelluksen pilveen suoraan Visual Studiosta. 
Sovellus on Microsoftin tarjoaman .NET Coren verkkosovelluspohja, johon ei tehdä juuri 
omia räätälöintejä. Sovellukseen muutetaan vain tietokantayhteyteen liittyvät 
konfiguraatioarvot. Samalla käydään läpi, kuinka luodaan Azure-SQL-tietokanta ja miten 
sovellus saadaan käyttämään luotua tietokantaa. Käyn läpi myös hieman sovelluksen 
ylläpitoa, kuten tietokannan muuttuessa tarvittavavia toimenpiteitä. Nämä vaiheet 
toteutetaan käyttäen hyväksi Visual Studiota ja komentoriviä.  
Verkkosovellus toteutetaan ASP.NET Core -teknologialla. Se on Microsoftin vapaan 
lähdekoodin alusta, jonka ensimmäinen versio julkaistiin keväällä 2016. Valitsin .NET 
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Core -alustan, vaikka perinteinen .NET Frameworkia hyödyntävä sovellus soveltuisi 
käyttötarkoitukseen paremmin, koska .NET Core -sovellukset ovat hieman kevyempiä 
sen arkkitehtuurin ansiosta. Alusta on myös melko uusi, joten se myös soveltuu hieman 
paremmin tutkimuksen kohteeksi. 
2 Azure-pilvipalvelu 
2.1 Azuresta yleisesti 
Microsoft Azure on Microsoftin kehittämä pilvipalvelu, joka julkaistiin helmikuussa 2010 
nimellä Windows Azure. Nimi muuttui Microsoft Azureksi maaliskuussa 2014. Microsoft 
tiedotti palvelusta ensimmäisen kerran lokakussa 2008. Sittemmin Microsoft on 
kehittänyt pilvipalveluaan hyvin pitkälle, ja nykyään se tarjoaa yli 600 eri palvelua.  
Azure toimii infrastruktuurina (IaaS), sovellusalustana (PaaS) sekä ohjelmistona 
palveluna (SaaS). Pilvessä on siis mahdollista luoda omat palvelimet infrastruktuurille ja 
ylläpitää sovelluksia ja tietokantoja näillä palvelimilla tai suorittaa vain yksittäistä 
metodia. IaaS-palvelun etuna on se, että palvelinta ja sen käyttöjärjstelmää voi 
hallinnoida itse. PaaS tarkoittaa, että tarvittavat sovellukset suoritetaan Azure-palveluina 
ja jolloin käyttöjärjestelmän ylläpitäminen jää pilvialustan vastuulle. Tällöin ylläpitäjän ei 
tarvitse murehtia palvelimesta, vaan voi keskittyä vain sovelluksen toimivuuteen. SaaS 
vie PaaS-palvelun ideaa vielä pidemmälle ja jättää kehittäjän vastuulle vain toimivan 
funktion luomisen. Tämä tarkoittaa, että pilvessä ei suoriteta sovellusta jatkuvasti, vaan 
kun funktiota kutsutaan, pilveen luodaan hetkellisesti uusi sovellus, joka suorittaa 
funktion ja kun se on suoritettu loppuun, sovellus poistetaan. Tämä myös varmistaa, että 
funktio suoritetaan aina samalla tavalla. Taulukko 1 havannoillistaa eri palvelumallien 
eroja. 
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Taulukko 1. Azuren eri palvelumalleissa on eri määrä ylläpidettyä toiminnallisuutta. [15]. 
 
Palvelumallien keskeisimmät erot IaaS PaaS SaaS 
Fyysinen datakeskuksen sijainti X X X 
Palomuuri X X X 
Palvelimet ja tallennustila X X X 
Käyttöjärjestelmä  X X 
Kehitystyökalut ja tietokannan hallinta  X X 
Ylläpidetyt sovellukset   X 
2.2 Azuren suurimmat kilpailijat 
Azure on yksi suurimmista pilvipalveluita tarjoavista alustoista. Sen tärkeimmät kilpailijat 
ovat Amazonin AWS ja Googlen Cloud Platform. AWS on kirjoitushetkellä näistä 
kolmesta käytetyin alusta. Google on uusimpana näistä kolmesta suurimmasta toimijasta 
pienin, mutta sen suosio on kasvanut Amazonin ja Microsoftin pilvialustoihin verrattuna 
nopeasti. Yksityishenkilön näkökulmasta kolmen suurimman pilvialustan välillä ei juuri 
ole eroja. Kaikista kolmesta löytyvät samat ominaisuudet ja palvelut hieman eri 
nimikkeillä, ja näkyvin ero on lähinnä hinnoittelupolitiikka. Itse pidin Azuren hinnoittelua 
selkeimpänä, koska esimerkiksi Azuren ja AWS:n SQL-tietokannan hintoja vertaillessa 
yhtiöiden sivuilla oli AWS:llä tarjolla hyvin pitkä lista eri vaihtoehtoja ja hintoja, joista ei 
kuitenkaan heti ilmennyt, kuinka suuren tietokannan rahalla saa. Microsoftin ja Googlen 
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vastaavalla sivulla kaikki vaihtoehdot mahtuivat kerralla ruudulle ja taulukosta selvisi, 
kuinka paljon dataa voi tallentaa ja mihin hintaan. Amazonin pilvessä on mahdollista 
maksaa myös ennakkoon yhden tai kolmen vuoden pilven käytöstä. Tätä vaihtoehtoa ei 
ole Azuressa eikä Google Cloudissa. Hinnoissa alustojen välillä ei ole kovin suuria eroja 
ainakaan omien tarpeideni täyttämiseen. 
Amazon Web Services 
AWS oli ensimmäisiä pilvialustoja sen julkaisuajankohtana vuonna 2006. Sen etu on sen 
skaalautuvuudessa. Se soveltuu hyvin niin pienelle kuin suurellekin yritykselle. 
Amazonin pilvialusta on käytössä monella suurellakin yrityksellä, kuten Netflix, Adobe ja 
Pinterest. Vuonna 2015 AWS rikkoi miljoonan yrityskäyttäjän rajan ja sen kasvu on 
jatkunut sen jälkeen tasaista tahtia. 
Amazon Web Services ei kovin suuresti eroa Azuresta. Avaineroina voisi mainita ainakin 
AWS:n hieman paremman tuen avoimen lähdekoodin lisäkirjastoille ja ohjelmistoille. 
Koska Azure on Microsoftin tuote, se on tuettu paremmin Microsoft-ympäristössä. Viime 
aikoina Microsoft on kuitenkin panostanut enemmän avoimeen lähdekoodiin, ja .NET 
Coren julkaisun jälkeen myös Linux-palvelinten tuki on hieman parantunut. Hinnoittelu 
molemmissa pilvialustoissa on useimpien palveluiden kohdalla käyttöön perustuva. AWS 
siirtyi vuonna 2017 käyttämään sekunnin tarkkuudella toimivaa laskutusta. Azuressa 
vastaavasti laskutetaan käytöstä minuutin tarkkuudella. Toisena mainittavan arvoisena 
erona on palveluiden hybridipilviratkaisuiden tarjonta. Microsoft toi markkinoille kesällä 
2017 Azure Stackin eli hybridipilven. Amazon ja Google ovat molemmat julkistaneet 
kehittävänsä omia hybridipilviään, mutta ne eivät vielä kirjoitushetkellä ole saatavilla. 
Hybridipilvi-käsitettä käsitellään tarkemmin luvussa 3.  
Google Cloud Platform 
GCP:n palvelut eivät myöskään eroa paljonkaan Azuren tarjonnasta, mutta 
yrityskäyttäjät eivät vielä ole hyvin löytäneet Googlen palveluja. Siitä huolimatta GCP on 
viime aikoina kasvanut huimaa vauhtia. Sen ensimmäinen palvelu, Google App Engine, 
julkaistiin vuonna 2008, ja se vastaa Azuren webapp-palvelua. Palvelu oli preview-
tilassa, kunnes se julkaistiin virallisesti kaikille käyttäjille marraskuussa 2011. App 
Engine tuki aluksi vain Pythonia, mutta Google on vuosien myötä lisännyt tuen monille 
muille ohjelmointikielille, kuten C#, Java ja PHP. Muita merkittäviä alustan tarjoamia 
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palveluita ovat Cloud Storage, BigQuery ja Compute Engine. Cloud Storage tarjoaa 
nimensä mukaisesti tallennustilaa esimerkiksi SQL-tietokannoille tai virtuaalikoneiden 
virtuaalikiintolevyille. BigQuery-palvelut liittyvät osittain Cloud Storage -palveluihin, ja ne 
on erityisesti tarkoittettu massiivisille tietovarastoille esimerkiksi yritysten tarpeisiin. 
Compute Engine tarjoaa taustapalveluita App Enginelle, kuten kuormantasausta, 
nimipalveluita ja muita tietolikennepalveluita. 
2.3 Hinnoittelu 
Kustannukset ovat yksi keskeisimmistä asioista, joita täytyy miettiä, kun 
verkkosovellusta ylläpidetään pilvessä. Hintaan vaikuttavat eri resurssityyppien kohdalla 
eri tekijät. Verkkosovelluksilla hinta koostuu sovellukselle annetun muistin ja 
prosessoritehon suuruudesta ja valitusta hintaluokasta. Hintaluokka määritellään 
sovelluksen maksusopimusresurssissa. Yhteen maksusopimukseen voi liittää 
useamman verkkosovelluksen tai muun resurssin, kuten funktion. Hintaluokkia on viisi: 
Free, Shared, Basic, Standard ja Premium. Näistä kaksi ensimmäistä ovat varsin 
edullisia, toinen on ilmainen, mutta niissä on karsittu ominaisuuksia ja lisätty rajoituksia 
kalliimpiin ryhmiin verrattuna. Esimerkiksi Microsoft tarjoaa verkkosovelluksille 99,95 
prosentin saatavuuden, mutta se ei koske ilmaisia tai Shared-hintaluokan sovelluksia. 
Kaksi ensimmäistä hintaluokkaa onkin tarkoitettu lähinnä palvelun testaamiseen ja siihen 
tutustumiseen. Opinnäytetyöni verkkosovellukselle valitsen Shared-hintaluokan, koska 
ilmainen ei tuo verkkotunnuksen liittämistä sovellukseen. Yhden sovelluksen ylläpito 
tässä hintaluokassa maksaa Azuren arvion mukaan 8,157 euroa kuukaudessa. Tämä ei 
kuitenkaan kata vielä kaikkea, vaan hintaan pitää vielä lisätä tietokannan ja 
nimipalvelinten kustannukset. 
Tietokantojen hinta koostuu DTU-yksiköistä ja kannan koosta. Niillä on muuten samat 
hintaluokat kuin verkkosovelluksilla, mutta Free- ja Shared-versiot puuttuvat. DTU-
yksiköiden määrällä on huomattavasti suurempi vaikutus hintaan. Tallennustilan määrä 
vaikuttaa hintaan vain 300 gigatavua isommilla tietokannoilla. DTU on akronyymi 
sanoista Database Transaction Unit, ja käytännössä se määrittää, kuinka paljon 
resursseja tietokannalla on käytössä. Yksikön arvo lasketaan tietokantaan tehdyistä 
luku- ja kirjoitusoperaatioista sekä prosessori- ja muistikuormasta. Niiden määrä 
kannattaa mitoittaa tietokannan käytön mukaan. Yksiköiden määrää voi lisätä tai  
vähentää tarvittaessa jälkikäteen.  Azuressa minimimäärä DTU-yksiköitä on 5 ja 
maksimimäärä kirjoitushetkellä 4 000. Valitsin opinnäytetyöhön Basic-hintaluokan, joka 
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tarjoaa minimin eli 5 DTU-yksikköä ja 2 gigatavua tallennustilaa. Tällaisen tietokannan 
kustannusarvio on 4,21 euroa. 
Nimipalvelinten hinnoittelu on toteutettu yksinkertaisesti käytön mukaan. 
Nimipalvelinresurssilla on kiinteä kuukausihinta 0,422 euroa, ja sen päälle lisätään 
käytön mukaiset kustannukset. Käyttö lasketaan hinnalla 0,338 euroa miljoonaa 
nimipalvelimille tehtyä kyselyä kohden. Yhteensä verkkosovelluksen ylläpito maksaa siis 
n. 10 euroa kuukaudessa, kun kaikki käytössä olevat resurssit ovat minimikulutuksella. 
3 Avainsanoja ja tärkeitä käsitteitä 
3.1 Verkkotunnus 
Verkkotunnus on osoite, joka kertoo, mihin IP-osoitteeseen (Internet Protocol) 
verkkoliikenne täytyy ohjata. Esimerkiksi tässä opinnäytetyössä käytetty verainen.fi on 
verkkosovelluksen osoite, josta löytyy Azuressa oleva verkkosovellus. Verkkotunnus 
koostuu kahdesta osasta. Ensimmäinen on verainen ja toinen fi. Näistä jälkimmäinen on 
fi-juuri, joka on Viestintäviraston hallinnassa oleva verkkotunnusrekisteri. Rekisteri 
kertoo verkkotunnuksen nimipalvelimet, ja jos rekisterissä tieto pitää paikkansa ja 
nimipalvelimilla on tieto verkkotunnuksesta, pystytään verkkoliikenne ohjaamaan 
oikeaan osoitteeseen. Tätä opinnäytetyötä varten rekisteröin verkkotunnuksen verainen 
Viestintävirastolta, ja työssä verkkotunnukselle luodaan nimipalvelimet. Nimipalvelimet 
konfiguroidaan ohjaamaan verainen.fi osoitteeseen kohdistuva verkkoliikenne Azuressa 
olevaan verkkosovellukseen. 
3.2 Nimipalvelujärjestelmä 
Nimipalvelujärjestelmä on yksi internetin perusrakenteista. Järjestelmä on kehitetty 
kääntämään verkkotunnukset IP-osoitteiksi. Järjestelmä kuvaillaan usein puumaiseksi, 
koska siinä on yksi ylin juuritaso, josta järjestelmä haarautuu esimerkiksi .fi- tai .com-
juuriin. Verkkotunnuksissa erottava tekijä on siis .-merkki. Verainen.fi-verkkotunnus 
kuuluu fi-juureen, mutta juuressa ei ole tietoa verkkotunnuksen A-tietuista, vaan 
pelkästään nimipalvelimet, joihin A-tietueet on konfiguroitu. A-tietue on verkkotunnuksen 
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verainen.fi edessä oleva tieto, kuten www tai api. Kuva 1 havainnollistaa 
nimipalvelujärjestelmän rakennetta. 
 
Kuva 1. Nimipalvelujärjestelmän puurakenne [16]. 
 A-tietueet on konfiguroitu nimipalvelimille, ja niiden avulla voidaan ohjata 
verkkoliikennettä eri sovelluksiin. Tästä esimerkkinä oma.metropolia.fi vie käyttäjän 
Metropolian portaaliin ja mail.metropolia.fi avaa koulun sähköpostin. Kun osoitteista 
jompikumpi kirjoitetaan selaimen osoitepalkkiin, lähtee selaimesta kysely 
oletusyhdyskäytävän nimipalvelimelle. Jos nimipalvelin ei tiedä oma.metropolia.fi-
verkkotunnuksen IP-osoitetta, se etsii seuraavaksi osoitetta metropolia.fi-
verkkotunnukselle. Jos palvelin ei tiedä sitäkään, se lähettää kyselyn seuraavalle 
nimipalvelimelle. Metropolia.fi-verkkotunnuksen IP-osoite löytyy viimeistään fi-juuresta. 
Tämän jälkeen kysely lähetetään vielä juuren palauttamille nimipalvelimille. Kun IP-
osoite on lopulta löytynyt, se palautetaan nimpalvelimelle, joka lähetti alkuperäisen 
kyselyn, ja se tallennetaan nimipalvelimelle. Tieto pysyy nimipalvelimella 
verkkotunnukselle asetetun TTL-arvon (Time To Live) ajan. Nimipalvelin voi poistaa 
myös verkkotunnuksia tallennettujen listalta myös, jos listan koko kasvaa liian suureksi 
palvelimen resursseille. [10; 11; 13.] 
3.3 Nimipalvelin 
Nimipalvelimella sijaitsee lista, joka yhdistää verkkotunnuksia ja IP-osoitteita. 
Nimipalvelimet ovat elintärkeä osa DNS-järjestelmää. Niiden ansiosta selaimeen 
voidaan kirjoittaa IP-osoitteen sijaan jokin helpommin muistettava osoite, kuten 
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verainen.fi. Verkkotunnukseen liitetyt nimipalvelimet löytyvät aina verkkotunnuksen 
juurirekisteristä. Fi-päätteisten osoitteiden nimipalvelimet on siis aina tallennettu 
Viestintäviraston verkkotunnusrekisteriin. Verkkotunnuspäätteitä on monia erilaisia, ja 
niitä ylläpitävät usein suuret yhtiöt tai valtion virastot. 
Verkkotunnuspäätteitä hallitsee IANA eli Internet Assigned Numbers Authority. 
Organisaatiolta voi hakea lupaa uuden verkkotunnuspäätteen ylläpitäjäksi, ja se päättää, 
onko hakija sopiva. Verkkotunnuspäätteitä on kirjoitushetkellä hieman yli 1 500. Suomen 
.fi-verkkotunnuspääte myönnettiin ensimmäisen kerran IANAn toimesta Tampereen 
teknilliselle yliopistolle joulukuussa 1986. Koska yksityisen sektorin toimijaa ei pidetty 
riittävän puolueettomana, päätteen hallinnointi siirtyi viranomaiselle eli 
Viestintävirastolle. Viestintävirastolla on käytössään kahdeksan juurinimipalvelinta, jotka 
takaavat .fi-osoitteiden toimivuuden. [10.] 
3.4 App Service -resurssi 
App Service on resurssityyppi Azuressa. App Servicejä on neljää eri tyyppiä: Web App 
Service, Web App for Containers, Mobile App ja API App. Tässä työssä käytetään Web 
App Service-tyyppistä resurssia verkkosovelluksen ylläpitoon. App Servicessä on 
mahdollista ylläpitää muunkinlaisia sovelluksia kuin verkkosovelluksia. Sovellukset 
voivat olla esimerkiksi backend-puoli mobiilisovellukselle tai rajapinta työpöytäsovellusta 
varten. App Service tukee monia eri ohjelmointikieliä, kuten ASP.NET, Java, PHP ja 
Python, ja sovellusten on mahdollista suorittaa myös Powershell-skriptejä. 
App Service voi toimia joko PaaS- tai SaaS-alustana. Tässä työssä Web App Serviceä 
käytetään PaaS-alustana, eli sovellus on kokonaisuudessaan tekijän hallinnassa. 
Sovellukselle on varattu pilvestä oma virtuaalikone. Virtuaalikonetta ei juuri pysty itse 
hallinnoimaan muuten kuin sen käyttämien resurssien suhteen. Virtuaalikoneen valinta 
perustuu App Service Plan -tyyppiseen resurssiin. 
3.5 App Service Plan -resurssi 
App Service Plan on resurssi, joka määrittää siinä suoritettavien sovellusten 
laskentatehon ja sovellusten fyysisen sijainnin. Laskentatehot määrittävät hinnan 
sovellukselle. Yhdessä App Service Planissa voidaan suorittaa useaa App Serviceä 
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samanaikaisesti, mutta kaikki siinä suoritettavat sovellukset jakavat laskentatehot 
keskenään. Microsoftin suositus onkin, että verkkosovellus eristettäisiin omaan App 
Service Planiin, jos sovellus tarvitsee paljon laskentatehoa, sen käyttämiä resursseja 
halutaan skaalata erikseen muista verkkosovelluksista tai sovelluksen halutaan 
sijaitsevan eri fyysisessa sijainnissa.  
App Service Plan on mahdollista konfiguroida suoritettavaksi useassa eri 
virtuaalikoneessa samanaikaisesti. Tämä vastaa perinteistä palvelinfarmia. Useassa 
instassissa suoritettavan sovelluksen täytyy olla yhteensopiva tämänkaltaisen 
arkkitehtuurin kanssa. Tämä tarkoittaa, että suorittavan koneen muistiin ei tallenneta 
dataa vaan sen sijaan data tallennetaan instanssien yhteiseen muistiin. Näin 
varmistetaan, että kun sovellukseen lähetetään pyyntöjä, ei ole väliä, mikä instansseista 
vastaa pyyntöön, koska kaikilla on käytössään sama data. [14.] 
3.6 Resource Group -ryhmä 
Azuressa kaikki palvelut ovat resursseja ja jokainen resurssi kuuluu johonkin ryhmään 
eli Resource Groupiin. Resurssit on suositeltavaa jakaa ryhmiin niiden 
käyttötarkoituksen mukaan. Tässä työssä kaikki resurssit on liitetty samaan ryhmään, 
koska ne ovat kaikki yhden kokonaisuuden osia. Sivustolle voisi kuitenkin luoda oman 
sovelluksen esimerkiksi kirjautumiselle, ja sen voisi laittaa omaan ryhmäänsä.  
Resource Groupista voisi seurata ryhmän resurssien rahankulutusta. Ryhmästä voi 
tarkastella sen resursseja pintapuolisesti tai kohdistaa tiettyjä komentoja, kuten asettaa 
tageja eli viitteitä useampaan eri resurssiin yhtäaikaa. Resource Group mahdollistaa 
myös kaikkien sen resurssien tarkastelun. Lokeista voi nähdä, kuinka resursseja on 
muutettu. Näin voidaan esimerkiksi tarkastella automatisoidun skaalauksen tekemiä 
muutoksia, jos sovellukset eivät toimi toivotulla tavalla, ja näin parantaa 
automaatioskriptejä. [8.] 
3.7 Hybridipilvi 
Hybridipilvi tarkoittaa julkisen ja yksityisen pilven yhdistämistä. Yksityinen pilvi on erillään 
julkisesta pilvestä, ja se on yleensä asiakkaan omissa tiloissa toimiva julkista pilveä 
vastaava alusta. Hybridipilven hyötynä on, että se mahdollistaa pilvipalveluiden tuomisen 
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lähemmäksi loppukäyttäjää, mikä vähentää latenssia käyttäjän ja pilven välillä. Azuren 
julkisen pilven datakeskusten lokaatioita on paljon, mutta ne eivät aina vastaa kaikkien 
tarpeisiin. Esimerkiksi Euroopassa lähimmät keskukset sijaisevat Irlannissa ja 
Alankomaissa, joten lyhyitä vasteaikoja vaadittaessa Suomessa hybridipilvi olisi 
varteenotettava vaihtoehto. Julkinen ja yksityinen pilvi keskustelevat keskenään, mutta 
yksityisen pään palvelimet täytyy pitää päivitettyinä, jotta ne toimivat. [6] 
4 Verkkosovelluksen toteutus ja julkaisu pilveen 
4.1 Esivalmistelut 
Azuren käyttö vaatii aktiivisen Azure-tilauksen, jonka luonti on ilmaista. Tilin luonti vaatii 
puhelinnumeron, pankkikortin tiedot sekä Microsoft-tilin. Tätä Azure-tilausta tarvitaan, 
kun verkkosovellus julkaistaan pilveen. Samaan Microsoft-tiliin voi olla liitetty useita 
Azure-tilauksia. 
Toiseksi tarvitsin koneelleni Visual Studio 17:n, verkkoselaimen ja internetyhteyden, jotta 
julkaisu pilveen onnistui. Visual Studio on Microsoftin kehittämä IDE (Integrated 
Development Environtment). Siinä on graafinen käyttöliittymä, mutta sen käyttö onnistuu 
myös komentoriviltä. Kometorivi mahdollistaa sovelluksen julkaisun automatisoinnin. Jos 
käytössä on versionhallinta, kuten git tai TFVC (Team Foundation Version Control), voi 
uuden version verkkosovelluksesta julkaista esimerkiksi aina, kun versionhallinnassa 
olevaan koodiin tehdään muutoksia. 
Azureen luodut verkkosovellukset ovat oletuksena osoitteessa {verkkosovelluksen-
nimi}.azurewebsites.net. Jotta sivut näkyisivät osoitteessa www.verainen.fi, piti tehdä 
kaksi asiaa. Ensin piti ostaa oma verkkotunnus. Toiseksi verkkotunnus tarvitsi 
nimipalvelimet, jotka voi joko ostaa verkkotunnusvälittäjältä tai voi käyttää Azuren 
nimipalvelinpalveluita. Koska tämä työ keskittyy Azureen, loin pilveen nimipalvelimet ja 
liitin ne verkkotunnukselle. 
Tietokantojen käsittelyyn käytin SQL Management Studiota ja Visual Studiota. 
Tietokantojen taulut loin Visual Studiossa, ja käytin Management Studiota vain taulujen 
ja datan lukemiseen. 
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4.2 MVC-projektin luonti 
Työssä julkaistu verkkosovellus on Visual Studiosta löytyvä ASP.NET Core Web 
Application -pohjaan perustuva sovellus. Projektia luodessa on mahdollista valita, 
haluaako projektissa käyttää valmiita pohjia. Vaihtoehtoja ovat tyhjä, Web API ja Web 
Application. Web API on tarkoitettu REST-palveluksi, joka voi palauttaa dataa JSON- tai 
XML-muodossa. Web Application on MVC-arkkitehtuuria hyödyntävä sovellus. Valitsin 
työssäni Web Application -pohjan, koska sen mukana tulevat kaikki tarvitsemani NuGet-
paketit sekä koodi, joka hoitaa verkkosovelluksen reitityksen.  
Projektia luodessa voi valita sovellukselle myös autentikoinnin. Autentikointitavaksi voi 
valita Windows-, organisaatio- tai käyttäjäautentikoinnin. Valitsin projektiin 
käyttäjäautentikoinnin, joka mahdollistaa sivustolle kirjautumisen. Autentikointia varten 
sovellus tarvitsee tietokannan, johon käyttäjätunnukset tallennetaan. Tietokanta luodaan 
myös Azureen ja sitä käydään läpi myöhemmin. 
Web Application-pohjaa käytettäessä projektiin on lisätty valmiiksi paljon tiedostoja, 
kansioita ja koodia. Seuraavaksi esitellään näistä muutamia mielenkiintoisimpia. 
Wwwroot-kansiossa ovat kaikki tiedostot, jotka selain tarvitsee näyttääkseen sivuston 
sisällön oikein. Näitä tiedostoja ovat mm. Javascript-, CSS- ja kuvatiedostot. Kansiossa 
tosin ei ole HTML-tiedostoja, koska .NETin näkymämoottori luo ne CSHTML-
tiedostoista. [5.] 
Bower.json-tiedosto on projektin juuressa. Siinä on lueteltu vaadittavia paketteja, kuten 
jQuery ja Bootstrap. Tiedostoon voi lisätä haluamiaan paketteja, jolloin Visual Studio 
hakee automaattisesti tarvittavat tiedostot. [5.] 
Controllers-, Models- ja Views-kansiot ovat MVC-moottorin käyttämiä, ja nimien 
mukaisesti niihin tallennetaan kontrollerit, mallit ja näkymät. MVC-moottori käyttää 
kansioissa olevia tiedostoja luodakseen käyttäjälle näkyvät HTML-sivut, jotka 
palautetaan yhteyden ottaneeseen selaimeen. [5.] 
Startup.cs-tiedostossa on sivuston konfiguraatioita, kuten sivuston reititys ja 
tietokantayhteydet. Esimerkkikoodi 1:ssä ConfigureServices-metodissa kerrotaan 
sovellukselle, että halutaan käyttää DefaultConnection-nimellä olevaa 
12 
 
  
tietokantayhteyttä. Lisäksi alustetaan IdentityManager- ja MVC-palvelut. Configure-
metodissa kutsuttu UseStaticFiles-metodi kertoo, että halutaan käyttää aiemmin 
mainittua wwwroot-kansiota ja sen tiedostoja. Rivin alla oleva UseIdentity-metodi 
valjastaa autentikoinnin käyttöön. Lopussa oleva MapRoute-metodi reitittää sivustolle 
tulevat pyynnöt ja antaa vakioarvot vaadittaville parametreille. Esimerkiksi kun käyttäjä 
saapuu sivulle verainen.fi, saadaan reititystaulusta kontrollerin vakioarvoksi Home ja 
näkymälle Index, jolloin käyttäjä ohjataan Home-kontrollerin Index-metodiin. Käyttäjä voi 
halutessaan antaa arvot itse, mutta hänellä täytyy olla oikeus kontrollerin metodiin. [5.] 
 
Esimerkkikoodi 1.    Startup-luokan koodi [17]. 
 
Viimeisenä tiedostona on appsettings.json, josta löytyy startup.cs-tiedostossa viitattu 
DefaultConnection-tietokantayhteys. Appsettings-tiedostoon voi kirjoittaa omia muuttujia 
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ja asettaa niille haluamansa arvot. Usein tiedostoja luodaan useita muodossa 
appsettings.ympäristö.json, jossa ympäristö korvataan käytettävän ympäristön nimellä, 
esimerkiksi kehitys, testi tai tuotanto. Eri ympäristöissä on yleensä käytössä eri  
tietokannat, joten eri tiedostoihin voi merkitä oikeat yhteystiedot. [5; 7.] 
Tietokantayhteyksiä käsitellään vielä tarkemmin luvussa 4.4. 
Kuvassa 2 näkyy projektin rakenne ja siihen kuuluvat tiedostot. Sovelluksen Main-metodi 
eli metodi, jota kutsutaan ensimmäisenä sovelluksen käynnistyessä, on Program.cs-
tiedostossa. Käynnistymisen yhteydessä luodaan uusi Startup-tyyppinen olio, joka 
konfiguroi ja alustaa sovelluksen esimerkkikoodin 1 mukaisesti. Luokan konstruktorin 
vastaanottama parametri IHostingEnvironment luodaan .NET Coren koodissa ja alusta 
vastaa, että parametri on oikean tyyppinen ja alustettu. [5.] 
 
Kuva 2. Visual Studio-projektin tiedostot [17]. 
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4.3 Sovelluksen julkaisu pilveen 
Jotta sovelluksen voi julkaista Azureen, pitää sille luoda julkaisuprofiili. Profiilin voi luoda 
Visual Studiossa, ja ensimmäistä kertaa julkaistaessa verkkosovelluksen voi samalla 
luoda Azureen. Vaihtoehtoisesti sovelluksen voi ensin luoda Azure-portaalissa, josta 
julkaisuprofiilin voi ladata ja lisätä Visual Studio-projektiin. Profiilit luodaan oletuksena 
Publish Profiles-kansioon, joka on projektin juuressa olevassa Properties-kansiossa. 
Kun uusi sovellus luodaan Azureen, sille täytyy valita uniikki verkkotunnus. Kuvassa 3 
valittu verkkotunnus on opinnaytetyoverainen. Valmis sovellus löytyy julkaisun jälkeen 
osoitteesta opinnaytetyoverainen.azurewebsites.net. 
 
 
Kuva 3. Uutta julkaisuprofiilia luotaessa sovellukselle valitaan verkkotunnus, käytettävä Azure-tilaus, 
resurssiryhmä ja maksusuunnitelma [17]. 
Luontivaiheessa Azureen luodaan myös uusi resurssiryhmä sekä maksusuunnitelma. 
Resurssiryhmään kuuluvat kaikki sovelluksen resurssit, kuten tietokanta, 
tietokantapalvelin, verkkosovellus ja maksusuunnitelma. Ryhmä mahdollistaa resurssien 
yhtenäisen hallinnoimisen. Hallinnallisiin toiminnallisuuksiin kuuluvat mm. monitorointi, 
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lokit ja käyttäjien hallinta, ja ryhmästä voi seurata myös resurssien kuluttamaa 
krediittimäärää. Maksusuunnitelma  on resurssi, josta voi säätää sitä käyttävien 
resurssien alueen, skaalautuvuuden, instanssien koon sekä hintatason. Hintataso 
määrittää, kuinka paljon sovelluksilla on käytössään fyysisiä resursseja, kuten muistia tai 
prosessoritehoa. Skaalautuvuus ja hintataso määrittävät sovelluksen kuluttaman 
lopullisen krediittimäärän. Kuvassa 4 nähdään, että Services-välilehdellä voidaan lisätä 
sovellusta varten tietokanta-resurssi.  
 
Kuva 4. Services-välilehdellä on mahdollista lisätä julkaisuprofiiliin tietokantoja joko jo olemassa 
olevaan SQL-palvelimeen tai luoda uuden palvelimen [17]. 
Tietokannalle täytyy tässä vaiheessa antaa nimi ja kredentiaalit, joilla kantaan voi 
kirjautua. Tietokanta tarvitsee tietokantapalvelimen, jonka voi luoda samalla, jos sellaista 
ei ole aiemmin jo Azureen luonut. Tietokannan taulut luodaan verkkosovelluksen 
julkaisun jälkeen Visual Studiota hyväksi käyttäen. Kun julkaisu on valmistunut, löytyvät 
kaikki luodut resurssit kuvan 5 mukaisesti Azure-portaalin All resources -välilehdeltä.  
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Kuva 5. Kaikki luodut resurssit on listattu Azure-portaalissa [18]. 
Listalta puuttuu vielä nimipalvelin resurssi, joka täytyy luoda portaalissa käsin. 
Verkkosovellus on kuitenkin nyt valmis käytettäväksi, ja se löytyy osoitteesta 
http://opinnaytetyoverainen.azurewebsites.net. Kun sivustolle yrittää kirjautua ja 
rekisteröityä, se antaa virheilmoituksen. Virheviestissä ei ole juurikaan mitään tarkempaa 
tietoa, koska Azureen julkaistu sovellus käyttää konfiguraatiota, jossa virheilmoituksen 
sijaan näytetään virhesivu. 
4.4 Tietokanta 
Tietokantaa ja sen sisältämiä tauluja voi tarkastella käyttäen SQL Manangement 
Studiota. Jotta voi ottaa yhteyden tietokantaan, tietokantapalvelin täytyy konfiguroida 
hyväksymään yhteydet lisäämällä oma IP-osoite palvelimen palomuurisääntöihin 
hyväksyttyjen osoitteiden listalle. Tarvitaan myös kredentiaalit, jotka lisättiin sovellusta 
julkaistaessa, ja palvelimen osoite, joka oletuksena tässä on 
opinnaytetyoverainendbserver.database.windows.net. Nämä tiedot täytyy myös lisätä 
sovelluksen aiemmin mainittuun appsettings.json-tiedostoon ConnectionStrings-
avaimen sisältämän DefaultConnection-avaimen arvoksi. Avaimen arvo 
kokonaisuudessaan on mahdollista kopioida Azure-portaalista tietokantaresurssin 
Connection string -välilehdeltä. 
Kun tietokantayhteys on asetettu, on mahdollista käynnistää verkkosovellus Visual 
Studiossa lokaalisti debug-moodissa omalla tietokoneella. Se kuitenkin käyttää 
Azuressa olevaa tietokantaa. Tämä helpottaa virhetilanteiden tutkimista. Kun yritin 
lokaalisti testatussa sovelluksessa rekisteröityä sivustolle, näkyi sivulla virheilmoitus, 
joka kertoo sivulla tapahtuneen seuraavan virheen: SqlException: Invalid object name 
'AspNetUsers'. Virhe tarkoittaa sitä, että tietokantaan ei ole vielä luotu autentikoinnin 
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käyttämiä tauluja. Taulut voi luoda suorittamalla tietokannan migraatiot. Tämä tehdään 
suorittamalla Visual Studion package manager -konsolissa komennot Add-Migration ja 
Update-Database. Aina kun tietokanta muuttuu, eli sinne lisätään tai sieltä poistetaan 
tauluja tai muokataan jo olemassa olevia tauluja, täytyy migraatiot suorittaa uudestaan. 
Luotu tietokanta ja sen sisältämät taulut näkyvät kuvassa 6. 
 
Kuva 6. Näkymä SQL Server Management Studiosta, kun migraatiot on onnistuneesti suoritettu 
tietokantaan. 
Migraatiot tarkoittavat tässä tapauksessa sitä, että tietokanta päivitetään koodi ensin-
periaatteella EntityFramework-lisäkirjastoa hyväksi käyttäen. Kun migraatiot suoritetaan, 
tietokantaa verrataan ApplicationDbContext-luokkaan. Jos tietokanta ja koodi eivät 
täsmää, EntityFramework luo tarvittavat SQL-komennot. Jos esimerkiksi 
tietokantakontekstiin olisi lisätty jokin luokka, silloin lisäkirjasto tekisi sen perusteella 
create table-komennon ja suorittaisi sen tietokantaan.  Vastaavasti luokkia poistaessa 
luotaisiin drop table-komento. Aina kun migraatiot on suoritettu, niistä tallennetaan tieto, 
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kuinka tietokanta on muuttunut. Tieto löytyy C#-luokasta projektin Data\Migrations-
kansiosta. Luokan nimi on suoritetun migraation nimi. Nimen voi määrittää antamalla sen 
Add-Migration-komennolle parametrina. Nimi tallennetaan myös tietokantaan 
EFMigrationsHistory nimiseen tauluun. Taulussa on nimen lisäksi versionumero, josta 
tiedetään, missä järjestyksessä migraatiot on suoritettu. Muutokset on myös mahdollista 
tallentaa SQL-skriptinä suorittamalla seuraava komento komentoriviltä 
projektikansiossa: 
G:\Opinnäytetyö\Opinnaytetyo\Opinnaytetyo>dotnet ef migrations script -o ”skripti.sql” 
Komento luo kansioon skripti.sql-tiedoston, jonka sisältönä on tarvittavat SQL-komennot 
tietokannan päivittämiseksi. Huomionarvoista on, että komento luo tiedoston 
viimeisimmän migraation pohjalta eli jo suoritetuista migraatiosta, jos ei erikseen 
määritetä, mitkä migraatiot halutaan skriptiin mukaan. Useamman migraation lisääminen 
yhteen skriptiin on hyödyllistä, jos samasta tietokannasta on monta eri versiota eri 
ympäristössä. Tietokannan migraatioista voisi siis olla versio numero 7 testiympäristössä 
ja numero 10 kehitysympäristössä. Voisin siis määrittää komentoon, että haluan päivittää 
kannan versiosta 7 versioon 10, ja luotu skripti sisältäisi SQL-komennot, jotka 
vaadittaisiin päivitykseen. 
4.5 Verkkotunnuksen liittäminen verkkosovellukseen 
Verkkotunnus ja nimipalvelimet 
Jotta verkkosovellus löytyisi osoitteesta www.verainen.fi, se tarvitsee nimipalvelimet. 
Sen lisäksi verkkotunnus täytyy ostaa joltain verkkotunnusvälittäjältä. Monet välittäjät 
tarjoavat verkkotunnusten lisäksi myös nimipalvelimia, joten helpommailla pääsee kun 
ostaa välittäjältä jonkin paketin, johon kuuluu sekä verkkotunnus että nimipalvelimet. 
Koska aioin itse luoda nimipalvelimet Azureen, ilmoittauduin itse verkkotunnusvälittäjäksi 
ja ostin verkkotunnuksen suoraan Viestintävirastolta, joka hallinnoi fi-päätteisiä 
verkkotunnuksia. Verkkotunnusvälittäjänä voin itse hallita verkkotunnusta kätevästi 
Viestintäviraston verkkotunnusrekisterin selainkäyttöliittymässä. Rekisterissä ei tarvitse 
tehdä muuta kuin rekisteröidä verkkotunnus. Rekisteröinti vaatii verkkotunnukselle sen 
käyttäjän tiedot sekä tiedon, moneksiko vuodeksi verkkotunnus rekisteröidään. 
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Kuva 7. Verkkotunnuksen tiedot Viestintäviraston tarjoamassa portaalissa. Nimipalvelintiedot kertovat 
Azuressa olevien nimipalvelimien olevan toimivia, ja niillä on tieto verainen.fi-
verkkotunnuksesta [19]. 
Rekisteröintivaiheessa verkkotunnuksen tietoihin ole pakollista syöttää nimipalvelinten 
tietoja, mutta selaimet eivät löydä osoitetta ennen kuin tietoihin päivitetään vielä Azuren 
nimipalvelinten osoitteet. Nimipalvelimet voi luoda Azure-portaalissa, jossa valitaan uusi 
DNS-Zone. DNS-alueen tietoihin täytyy antaa nimi, Azure-tilaus sekä resurssiryhmä ja 
sen lokaatio.  
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Kuva 8. DNS-resurssin luontiruutu Azure-portaalissa [18]. 
Nimeksi annetaan haluttavan verkkotunnuksen juuriosoite eli tässä tapauksessa 
verainen.fi. Resurssiryhmäksi valitsin jo olemassa olevan ryhmän, jota muut Azure-
resurssit käyttävät. Kun DNS-alue on luotu, sen tiedoista kopioidaan nimipalvelinten 
nimet ja ne päivitetään fi-juuren verkkotunnusrekisteriin verkkotunnuksen tietoihin. Nimet 
löytyvät NS-tyyppisen tietueen tiedoista, ja niitä on yhteensä neljä. Päivittäessä 
nimipalvelimille suoritetaan tekninen tarkastus, jonka pitäisi mennä onnistuneesti läpi. 
Tarkastus kertoo, että annetuilla nimipalvelimilla on tieto kyseisestä verkkotunnuksesta 
eli se menee onnistuneesti läpi, vaikka osoite ei vielä vastaisikaan tai siellä ei olisi 
sisältöä. Seuraavaksi DNS-alueen tietoihin täytyy päivittää Azure-verkkosovelluksen IP-
osoite ja lisätä sille tarvittavat A-tietueet ja CName-tiedot. Sovelluksella on useita IP-
osoitteita, ja ne löytyvät Azure-portaalista verkkosovelluksen Properties-välilehdeltä. 
DNS-alueelle luodaan seuraavaksi uusi A-tietue, johon IP-osoitteet kopioidaan.  
Tietueen luonti onnistuu painamalla DNS-alueen yleisnäkymästä Add record set-
painiketta. Uuden tietueen tietoihin täytyy antaa sen tyyppi sekä riippuen tyypistä sen 
vaatimat tiedot. A-tietue tarvitsee nimen, IP-osoitteet ja aiemmin luvussa 3.2 mainitun 
TTL-arvon. Nimi-kenttään annetaan haluttu aliverkon osoite, ja kentän alapuolella 
lukeekin teksti .verainen.fi. Nimeksi annetaan @-merkki, joka tarkoittaa verkkotunnuksen 
juurta. Tämä siis kertoo, että verainen.fi löytyy saman tietueen IP-osoitteista.[20.] 
CName-tietueella voidaan lisätä verkkotunnukselle aliverkkoja. Yleisimmät CNamet ovat 
www ja ftp, joista lisäsin verkkotunnukselleni www:n. Lisäsin myös *-merkkisen CName-
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tietueen, jotta selaimet löytävät verkkotunnuksen juuren. Samalle sivulle päädytään siis 
kun selaimeen kirjoitetaan joko www.verainen.fi tai vain verainen.fi. 
4.6 Azure-palveluiden asetukset 
Verkkosovellus oli nyt pystytetty Azureen ja liikenne haluttuun osoitteeseen konfiguroitu 
ohjautumaan kyseiseen verkkosovellukseen. Azuren palveluita voi kuitenkin vielä 
konfiguroida, ja niistä löytyykin suuri määrä eri asetuksia. Voidaan esimerkiksi säätää 
hälytyksiä, jotka ilmoittavat sähköpostitse, jos verkkosovelluksessa tai tietokannassa 
tapahtuu hallitsemattomia virheitä tai jos tietokantaan tulee paljon estettyjä 
yhteyspyyntöjä. Käyn läpi mielestäni tärkeimmät asetukset, joita tarvittiin tässä. [18.] 
Tietokanta-resurssin overview-välilehdellä näkyy tietokannan käyttämän muistin määrä 
ja viime hetkien käytettyjen DT-yksiköiden määrä. Sivulla näkyy myös, mitä asetuksia 
resurssille on konfiguroitu. 
Activity log on kaikille resursseille yhteinen sivu, josta voi seurata eri sovellusten 
lokiviestejä. En lisännyt omaan sovellukseen lokitusta, mutta tuloksiin palaisi myös 
mahdolliset hallitsemattomat virheet, joita sovelluksissa tapahtuu. 
Tietokantaan on mahdollista tehdä omia kyselyitä suoraan Azure-portaalista resurssin 
Data explorer-välilehdellä. Toiminnallisuus on uusi, ja se oli kirjoitushetkellä preview-
tilassa. Data explorerissa täytyy ensin kirjautua tietokanta-palvelimelle valideilla 
tunnuksilla. Tämä on nopea tapa tehdä esimerkiksi select-kyselyitä ilman SQL Server 
Management Studiota. Esimerkiksi seuraava kysely palauttaa kaikki tunnukset, joita 
verkkosivulla on luotu: 
select * from aspnetusers 
Pricing tier -välilehdellä voi muuttaa tietokannan kokoa ja sen käyttämiä DT-yksiköitä. 
Jos sovelluksen käyttäjämäärä muuttuu merkittävästi, on myös mahdollista vaihtaa 
hintaluokkaa vaikkapa Basicista Standardiin. 
Connection strings -sivulla on tietokantayhteyttä varten tarvittava tieto. Teksti täytyy 
kopioida yhteyttä tarvitsevan sovelluksen konfiguraatioihin. Teksti on mahdollista 
kopioida ADO.NET-, JDBC-, ODBC- ja PHP-ajureita varten. 
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Automation script tarjoaa skriptejä automaattisia julkaisuja varten. Skripteissä 
määritellään resursseja ja niiden konfiguraatioita. Tämä helpottaa DevOps-mallisessa 
toiminnassa, jossa resursseja ei päivitetä vaan ne luodaan aina uudestaan tyhjästä ja 
vanha resurssi poistetaan. 
Alert Rules-sivulla voidaan luoda aiemmin mainittuja hälytyksiä. Hälytyksiä on monia 
erilaisia, mutta SQL-palvelimen tapauksessa kiinnostavimpia lienevät deadlockit, DT-
yksiköiden käyttö ja kannan kokoon liittyvät hälytykset. Deadlockit ovat tietokannassa 
esiintyviä lukkoja, joita voi syntyä, kun palvelimelle saapuu esimerkiksi kaksi 
päivityskomentoa, jotka päivittäisivät samaa riviä. Tämä lukitsee taulun ja saattaa 
aiheuttaa häiröitä tietokantaan. Kuvassa 9 nähdään muutamia eri asetusvälilehtiä, joita 
verkkosovelluksella on. 
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Kuva 9. Verkkosovellus-resurssin asetuksia Azure-portaalissa [18].  
Verkkosovelluksella osa asetuksien välilehdistä on samoja kuin tietokantaresurssilla, 
mutta siitä löytyy myös asetuksia huomattavan paljon enemmän. Näistä yksi 
mielenkiintoisimpia on deployment-osio. Osiossa voi hallita verkkosovelluksen 
deployment sloteja eli ympäristöjä. Esimerkiksi yhteen slotiin voi julkaista 
testiympäristön, johon Visual Studiosta julkaisee päivityksiä. Verkkotunnus verainen.fi ei 
osoittaisi tähän verkkosovellukseen, vaan sillä voisi olla oma osoitteensa, kuten 
testi.verainen.fi. Tässä ympäristössä voisi siis testata uusia ominaisuuksia, joita 
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verkkosivuille luodaan. Toisessa slotissa olisi niin kutsuttu tuotantoympäristö, johon 
verkkotunnus verainen.fi osoittaa. Deployment slotien hyödyllisyys on siinä, että niitä on 
mahdollista vaihtaa lennosta keskenään, eli kun testiympäristössä olevaan sovellukseen 
on tyytyväinen, sen voi vaihtaa suoraan Azure-portaalista tuotantoympäristöön. Tällöin 
vanha tuotannon versio siirtyy testiympäristöön, josta se on mahdollista vaihtaa takaisin, 
jos uuden version kanssa tulee ongelmia. Ympäristöjen vaihtamisesta ei koidu 
verkkosovelluksen käyttöön katkoksia, joten päivitykset eivät riko sivuston 
käyttäjäkokemusta. 
Toinen tärkeä asetussivu on Application settings, josta voi säätää verkkosovelluksen 
käyttämien alustojen, kuten .NET Frameworkin tai Javan versioita. Sivulla voidaan myös 
asettaa sovellukselle muuttujia. Muuttujille on mahdollista konfiguroida eri arvo eri 
deployment sloteille tai käyttää samaa arvoa kaikissa ympäristöissä. Tällä välilehdellä 
näkyy myös Visual Studiossa asetettu DefaultConnection-avain tietokantayhteyttä 
varten. Tietoturvasyistä arvo on oletuksena piilotettu. 
Custom Domains välilehdellä voidaan säätää verkkosovelluksen verkkotunnus. Sivulla 
on myös mahdollista ostaa co.uk-, net- ja org-päätteisiä verkkotunnuksia 12 
Yhdysvaltojen dollarin hinnalla. 
SSL Certificates-välilehdellä asetetaan verkkosovellukselle SSL-sertifikaatti. Ilman 
sertifikaattia kaikki selaimelta lähetetty tieto palvelimelle siirtyy kryptaamattomana. 
Sertifikaatti mahdollistaa liikenteen SSL-salauksen, ja sen käyttö olisi suositeltavaa, jos 
palvelimen ja selaimen välillä lähetetään arkaluontoisia tietoja, kuten salasanoja. 
Sertifikaatteja voivat myöntää tietyt tahot, joista suurimpia ja tunnetuimpia ovat Comodo 
ja GoDaddy. Nousussa on myös Let’s Encrypt, joka on ainoa taho, joka tarjoaa SSL-
sertifikaatteja ilmaiseksi. Sertifikaatit ovat kuitenkin voimassa vain kolme kuukautta, 
joten niitä täytyy uusia usein. Maksulliset sertifikaatit ovat voimassa usein yhdestä viiteen 
vuotta. Azuressa SSL-sertifikaatin tuki vaatii vähintään Basic-tasoisen App Service Plan-
hintatason. [18.] 
Verkkosovelluksen resursseja voi lisätä Scale Up- ja Scale Out-välilehdillä. Scale Up 
mahdollistaa App Service Planin resurssien lisäämisen tai laskemisen. Hintatason voi 
esimerkiksi suuren kuorman ajaksi nostaa tarvittavalle tasolle, ja kun sivuston 
kävijämäärät ovat laskussa, voi hintatason laskea takaisin alemmalle tasolle. Scale Out-
sivulla valitaan, kuinka montaa instassia valitun hintatason resursseilla suoritetaan.  Kun 
resursseja on tarve lisätä, on suositeltavaa nostaa ensin instanssien määrää. Tällöin 
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sovellus toimii useammalla palvelimella, mikä varmistaa palvelun saatavuutta. 
Skaalautuvuutta on mahdollista automatisoida Azuren työkaluilla ja se vaatisi Standard-
tasoisen App Service Plan -hintatason. [18.] 
SQL Server -resurssilla on myös paljon samantyyppisiä säädettäviä asetuksia kuin 
verkkosovellus- ja tietokantaresursseilla, kuten lokit ja käyttäjienhallinta. 
Resurssikohtaisia asetuksia on palomuuri, josta voi säätää IP-osoitteet, joista 
tietokantaan voi ottaa yhteyden SQL Server Management Studiolla. Palomuuriin voi 
konfiguroida myös virtuaaliverkkoja, jolloin ei tarvitse säätää jokaista IP-osoitetta 
erikseen. 
Poistettuja tietokantoja on mahdollista palauttaa Deleted Databases -sivulla. Poistetun 
kannan voi palauttaa palvelimelle Basic-hintatasolla tai alemmalla 7 päivän sisällä 
poistosta ja muilla hintatasoilla 35 päivän ajan. Kantoja on myös mahdollista palauttaa 
varmuuskopiosta Overview-sivulla. 
App Service Plan -resurssin Overview-sivulla voi tarkastella virtuaalikoneen muistin ja 
prosessorin kulutusta. Siellä on myös samat Scale Up- ja Scale Out -asetukset kuin 
verkkosovellusresurssilla, ja molemmat resurssit skaalaavat samaa virtuaalikonetta. 
Apps-välilehdellä on listattu kaikki App Service Plan -resurssiin kiinnitetyt sovellukset. 
[18.] 
5 Yhteenveto 
Insinöörityössä perehdyttiin suurimpiin pilvialustoihin. Alustoissa oli tarjolla lähestulkoon 
samat palvelut hieman eri nimillä. Palveluiden hinnoissakaan ei yksityiskäyttäjän 
näkökulmasta ollut juuri eroa, ja erot huomaa paremmin Standard- ja Premium-
hintatasoja tai Amazon Web Servicen ja Google Cloud Platformin vastaavia hintaluokkia 
käytettäessä. Minulla on enimmäkseen ohjelmointikokemusta Microsoftin tuotteilla, joten 
olin jo ennen työn aloittamista päättänyt käyttää pilvialustana Microsoft Azurea. Tutkin 
aihetta kuitenkin, ja tulin lopputulokseen, että pilvialustaa lähinnä testailumielessä 
käyttävälle ei alustalla ole juuri merkitystä, koska kaikki tarjoavat lähes samat palvelut. 
Käsitteistä ja Azuren palveluista käytiin läpi hieman tärkeimpiä, joita tarvitaan 
verkkosovelluksen pystyttämiseksi. Nimipalvelujärjestelmä ei ollut minulle entuudestaan 
kovin tuttu aihe, joten sen tutkiminen oli työssä selvästi eniten aikaa vievä. Azuren 
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palvelut on dokumentoitu Microsoftin puolesta mielestäni erinomaisesti, joten 
pilvipalvelun käyttöönotto tuntui luonnolliselta ja helpolta. Lähes jokaisesta pilvipalvelun 
osassa on linkki siitä kertovaan dokumentaatioon, jolloin ei tarvitse arvailla minkäkin 
elementin käyttötarkoitusta. 
Perehdyin työssä myös siihen, kuinka verkkosovelluksen saa näkymään halutussa 
osoitteessa. Azure tarjosi tätä varten lähes kaiken lukuun ottamatta fi-päätteistä 
verkkotunnusta. Vaikka itse käytännön työhön ei loppujen lopuksi mennyt kovin pitkään, 
oli monien asioiden selvittäminen kuitenkin usein tuntien ja välillä päivienkin tutkimisen 
urakka, koska en tyytynyt vain saamaan asiaa toimimaan, vaan halusin myös ymmärtää 
taustalla toimivia järjestelmiä paremmin. Omasta ohjelmointikokemuksesta 
verkkosovellusten ja tietokantojen parissa oli työn teossa paljon hyötyä. En kuitenkaan 
ollut aiemmin tehnyt sovelluksia pilvialustan päälle, joten oppimismahdollisuudet olivat 
suuret. Työtä varten ammensin tietoa suurimmaksi osin Pluralsight-sivuston tarjoamista 
videokursseista sekä Microsoftin dokumentaatiosta. 
Koska työn tekemiseen kului melko pitkä aika, saatoin hyvin huomata pilvialustan 
jatkuvan muuttumisen ja uusien palveluiden ja asetusten lisäämisen. Esimerkiksi 
käytännön työtä tehdessä olivat Azuren Fuctions- ja Containers-palvelut vasta tulleet 
preview-vaiheeseen testattavaksi. Nyt kirjoitusvaiheen lopussa palvelut ovat monien 
muutosten kautta päässeet tuotantoon. En halunnut käsitellä palveluita juurikaan, koska 
ne olivat uusia ja siksi muuttuivat melko nopeasti. Niitä ei myöskään ollut vielä saatavilla, 
kun olin aloittanut työn tekemisen.  
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