Abstract NASA is researching advanced technologies for future exploration missions using intelligent swarms of robotic vehicles. One of these missions is the Autonomous Nano-Technology Swarm (ANTS) mission that will explore the asteroid belt using 1,000 cooperative autonomous spacecraft. The emergent properties of intelligent swarms make it a potentially powerful concept, but at the same time more difficult to design and ensure that the proper behaviors will emerge. NASA is investigating formal methods and techniques for verification of such missions. The advantage of using formal methods is the ability to mathematically verify the behavior of a swarm, emergent or otherwise. Using the ANTS mission as a case study, we have evaluated multiple formal methods to determine their effectiveness in modeling and ensuring desired swarm behavior. This paper discusses the results of this evaluation and proposes an integrated formal method for ensuring correct behavior of future NASA intelligent swarms.
Introduction
NASA is investigating new paradigms for future space exploration, heavily focused on the (still) emerging technologies of autonomous and autonomic systems [45, 46] . Traditional missions, reliant on one large spacecraft, are being replaced with missions that involve smaller collaborating spacecraft, analogous to swarms in nature [13] . This approach offers several advantages: the ability to send spacecraft to explore regions of space where traditional craft simply would be impractical, greater redundancy (and, consequently, greater protection of assets), and reduced costs and risk, to name but a few. Concept swarm missions entail the use of unmanned autonomous vehicles (UAVs) flying approximately one meter above the surface of Mars, which will cover as much of the surface of Mars in three seconds as the now famous Mars rovers did in their entire time on the planet; the use of armies of tetrahedral walkers to explore the Mars and Lunar surface [12] ; constellations of satellites flying in formation; and, the use of miniaturized spacecraft to explore the asteroid belt, where heretofore it has been impossible to send exploration craft without the high likelihood of loss [13] .
These new approaches to exploration simultaneously pose many challenges. The missions will be unmanned and highly autonomous. They will also exhibit the properties of autonomic systems, being self-protecting, selfhealing, self-configuring, and self-optimizing. Many of these missions will be sent to parts of the solar system where manned missions are simply not possible, and to where the round-trip delay for communications to spacecraft exceeds 40 minutes meaning that the decisions on responses to exploration opportunities as well as problems and undesirable situations must be made in situ rather than from ground control on Earth.
The degree of autonomy and intelligence that such missions will possess would require a prohibitive amount of testing. Furthermore, with learning and autonomic properties, such as self-optimizing and self-healing, emergent behavior patterns simply cannot be fully predicted. The authors believe that formal specification techniques and formal verification will play important roles in the future development of NASA space exploration missions. Formal methods will likely play a major role in the specification and analysis of forthcoming missions, enabling software assurance and proof of correctness of the behavior of the swarm, even (it is projected) when this behavior is emergent (as a result of composing a large number of interacting entities, producing behavior that was not foreseen). Formal models derived may also be used as the basis for automating the generation of much of the code for the mission [20] .
To address the challenge in verifying the above missions, a NASA project, formal approaches to swarm technology (FAST), is investigating appropriate formal methods for use in such missions, and is beginning to apply these techniques to specifying and verifying parts of a NASA swarm-based concept mission. The remainder of this paper gives an overview of swarm technologies and the ANTS swarm-based mission, presents the results of evaluation of a number of formal methods for verifying swarm-based missions, and proposes an integrated formal method for verifying swarm-based systems.
Swarm technologies
Swarms [1, 2] consist of a large number of simple agents that have local interactions (between each other and the environment). There is no central controller directing the swarm and no one agent has a global view; they are self-organizing based on the emergent behaviors of the simple interactions. This type of behavior is observed in insects and flocks of birds. Bonabeau et al. [6] , who studied self-organization in social insects, state that "complex collective behaviors may emerge from interactions among individuals that exhibit simple behaviors" and describe emergent behavior as "a set of dynamical mechanisms whereby structures appear at the global level of a system from interactions among its lower-level components." The emergent behavior is sometimes referred to as the macroscopic behavior and the individual behavior and local interactions as the microscopic behavior.
Agent swarms are often used as a modeling technique and as a tool to study complex systems [16] . In swarm simulations, a group of interacting agents [48] (often homogeneous or near homogeneous agents) is studied for their emergent behavior. Examples of the use of swarm simulations includes studying flocks of birds [9, 30] , business and economics [27] , and ecological systems [37] . In swarm simulations, each of the agents is given certain parameters that it tries to maximize. In terms of bird swarms, each bird tries to find another bird to fly with, and then fly off to one side and slightly higher to reduce its drag. Eventually the birds form flocks. Swarms are also being investigated for use in applications such as telephone switching, network routing, data categorizing, and shortest path optimizations [5] .
Intelligent swarm technology is where the individual members of a swarm also exhibit intelligence [4, 5] . With intelligent swarms, members may be heterogeneous or homogeneous. Even if members start out as homogeneous, due to their differing environments they may learn different things, develop different goals, and thereby become a heterogeneous swarm. Intelligent swarms may also from the beginning be made up of heterogeneous elements, such as the NASA concept mission described below, reflecting different capabilities as well as a possible social structure. This makes verifying such systems even more difficult since the swarms are no longer made up of homogeneous members with limited intelligence and communications.
The remainder of this section gives an overview of the NASA ANTS concept swarm-based mission. We are using the ANTS mission as an example test-bed and case study, for the purpose of evaluating multiple formal methods in the specification, validation, and verification of swarm-based missions.
ANTS mission overview
The Autonomous Nano-Technology Swarm (ANTS) concept mission [12] [13] [14] will involve the launch of a swarm of autonomous pico-class (approximately 1 kg) spacecraft that will explore the asteroid belt for asteroids with certain scientific characteristics. Figure 1 gives an overview of the ANTS mission [45] . In this mission, a transport ship, launched from Earth, will travel to a point in space where net gravitational forces on small objects (such as pico-class spacecraft) are negligible (a Lagrangian point). From this point, 1,000 spacecraft, that have been manufactured en route from Earth, will be launched into the asteroid belt. The asteroid belt presents a large risk of destruction for large (traditional) spacecraft. Even with pico-class spacecraft, 60-70% of them are expected to be lost. Because of their small size, each spacecraft will carry just one specialized instrument for collecting a specific type of data from asteroids in the belt.
To implement this mission, a heuristic approach is being considered that provides for a social structure to the spacecraft that uses a hierarchical behavior analogous to colonies or swarms of insects, with some spacecraft directing others. Artificial intelligence technologies such as genetic algorithms, neural nets, fuzzy logic, and on-board planners are being investigated to assist the mission to maintain a high level of autonomy. Crucial to the mission will be the ability to modify its operations autonomously to reflect the changing nature of the mission and the distance and low bandwidth communications back to Earth. Approximately 80 percent of the spacecraft will be workers that will carry the specialized instruments (e.g., a magnetometer, X-ray, gamma-ray, visible/IR, neutral mass spectrometer) and will obtain specific types of data. Some will be coordinators (called rulers or leaders) that have rules that decided the types of asteroids and data the mission is interested in and that will coordinate the efforts of the workers. The third type of spacecraft are messengers that will coordinate communication between the rulers and workers, and communications with the mission control center on Earth.
The swarm will form sub-swarms, each under the control of a ruler, which contains models of the types of science that are to be pursued. The ruler will coordinate workers, each of which uses its individual instrument to collect data on specific asteroids and feeds this information back to the ruler, who will determine which asteroids are worth examining further. If the data matches the profile of a type of asteroid that is of interest, an imaging spacecraft will be sent to the asteroid to ascertain the exact location and to create a rough model to be used by other spacecraft for maneuvering around the asteroid. Other teams of spacecraft will then coordinate to finish mapping the asteroid to form a complete model.
Autonomic properties of ANTS
The ANTS mission will exhibit almost total autonomy. The mission will also exhibit all of the properties required of an autonomic system [25, 40, 42 ]:
• Self-configuring: ANTS resources must be fully configurable to support concurrent exploration and examination of hundreds of asteroids. Resources must be configured at both the swarm and team (subswarm) levels, in order to coordinate science operations while simultaneously maximizing resource utilization.
• Self-optimizing: Rulers self-optimize primarily through learning and improving their ability to identify asteroids that will be of interest. Messengers self-optimize through positioning themselves appropriately. Workers self-optimize through learning and experience. Self-optimization at the system level propagates up from the self-optimization of individuals.
• Self-healing: ANTS must self-heal to recover from damage due either to solar storms or to collision with asteroids or (possibly) other ANTS spacecraft. Loss of a particular type of instrument may require the launch of a replacement from Earth; loss of a ruler or messenger may involve a worker being "upgraded" to fulfill that role. Additionally, loss of power may require a worker to be killed off [41] .
• Self-protecting: In addition to protection from collision with asteroids and other spacecraft, ANTS teams must protect themselves from solar storms, where charged particles can degrade sensors and electronic components, and destroy solar sails (the ANTS spacecrafts' sole source of power). ANTS teams must re-plan their trajectories, or, in worstcase scenarios, must go into "sleep" mode to protect their sails.
Specifying and verifying ANTS
The above is a very simplified description of the ANTS mission. For a more detailed exposition, the interested reader is directed to [34, 45] , or to the ANTS web-site.
But, as can be seen from the brief exposition above, ANTS is a highly complex system that poses many significant challenges. Not least amongst these are the complex interactions between heterogeneous components, the need for continuous re-planning, re-configuration and re-optimization, the need for autonomous operation without intervention from Earth, and the need for assurance of the correct operation of the mission.
In missions such as ANTS that will be highly autonomous and out of contact with ground control for extended periods of time, errors in the software may not be observable or correctable after launch. Because of this, a high level of assurance is necessary for these missions before they are launched. Testing of space exploration systems is done through simulations since it would be impractical or impossible to test them in their end environment. Although these simulations are of very high quality, often very small errors get through and can result in the loss of an entire mission, as is thought to have happened with the Mars Polar Lander Mission [3, 10] , where the absence of one line of code may have resulted in the loss of the entire mission. In the report on the loss of the Mars Polar Lander [10] , it is stated that It is important to recognize that space missions are a "one strike and you are out" activity. Thousands of functions can be correctly performed and one mistake can be mission catastrophic. and A thorough test and verification program is essential for mission success.
Complex missions such as ANTS exacerbate the difficulty of finding errors, and will require new mission verification methods to provide the level of software assurance that NASA requires to reduce risks to an acceptable level. Many of the ANTS behaviors, including those that produce race conditions, for example, are time-based and only occur when processes send or receive data at particular times or in a particular sequence, or after learning occurs. Errors under such conditions can rarely be found by inputting sample data and checking for correct results. To find these errors through testing, the software processes involved would have to be executed in all possible combinations of states (state space) that the processes could collectively be in. Because the state space is exponential (and sometimes factorial) to the number of states, it becomes untestable with a relatively small number of processes. Traditionally, to get around the state explosion problem, testers have artificially reduced the number of states of the system and approximated the underlying software using models. This reduces the fidelity of the model and can mask potential errors.
A significant issue for specifying (and verifying) swarm behavior is support for analysis of and identification of emergent behavior. The idea of emergence is well known from biology, economics, and other scientific areas. It is also prominent in computer science and engineering, but the concept is not so well understood by computer scientists and engineers, although they encounter it regularly. Emergent behavior has been described as "system behavior that is more complex than the behavior of the individual components …often in ways not intended by the original designers [29] ." This means that when interacting components of a system whose individual behavior is well understood are combined within a single environment, they can demonstrate behavior that can be unforeseen or not explained from the behavior of the individual components. The corollary of this is that making changes to components of a system of systems, or replacing a sub-system within a system of systems, may often have unforeseen, unexpected, and completely unexplained ramifications for both overall system behavior and the behavior of other subsystems.
Formal methods
Formal methods are proven approaches for assuring the correct operation of complex interacting systems [17, 18, 28, 31] . Formal methods are mathematically based tools and techniques for specifying and verifying systems. They are particularly useful for specifying complex parallel and distributed systems where the entire system is difficult for a single person to fully understand and when more than one person was involved in the development. With formal methods, we may propose that certain properties hold, and prove that they hold. In particular this is invaluable for properties that we cannot test on Earth. By its nature, a good formal specification can guide us to propose and verify certain behaviors (or lack of certain behaviors) that we would often not think of when using regular testing techniques. Moreover, if properly applied, and properly used in the development process, a good formal specification can guarantee the presence or absence of particular properties in the overall system well in advance of mission launch, or even implementation. Indeed, various formal methods offer the additional advantage of support for simulation, model checking and automatic code generation, making the initial investment well worth while.
It has been stated that formal analysis is not feasible for emergent systems due to the complexity and intractability of these systems, and that simulation is the only viable approach for analyzing emergence of a systems [7] . For NASA missions, relying on simulations and testing alone are not sufficient even for systems that are much simpler than the ANTS mission, as noted above. The use of formal analysis would complement the simulation and testing of these complex systems and would give additional assurance of their correct operation. Given that one mistake can be catastrophic to a system and result in the loss of hundreds of millions of dollars and years of work, development of a formal analysis tool, even at a great cost, could have huge returns even if only one mission is kept from failing.
Verifying emergent behavior is an area that has been addressed very little by formal methods, though there has been some work done in this area by computer scientist analyzing biological systems [22, 43, 44] . However, formal methods may provide guidance in determining possible emergent behaviors that must be considered. Formal methods have been widely used for test case generation to develop effective test cases. Similar techniques may be used with formal methods, not to generate a test plan, but to propose certain properties that might or might not hold, or certain emergent behaviors that might arise.
Formal methods for intelligent swarms
The formal approaches to swarm technologies (FAST), project has surveyed formal methods and formal techniques to determine whether existing formal methods, or a combination of existing methods, could be suitable for specifying and verifying swarm-based missions and their emergent behavior [32, 36] . Various methods were surveyed based on a small number of criteria that were determined to be important in their application to intelligent swarms. These include:
• Support for concurrency and real-time constraints.
• Formal basis.
• Existing tool support.
• Past experience in application to agent-based and/or swarm-based systems.
• Algorithm support.
A large number of formal methods that support the specification of one of, but not both, concurrent behavior and algorithmic behavior were identified. In addition, there were a large number of integrated or combination formal methods that have been developed over recent years with the goal of supporting the specification of both concurrency and algorithms. Table 1 illustrates part of the results of the survey for mainstream formal methods. Table 2 compares a number of the integrated or combination formal methods surveyed. Table 3 compares methods that, as reported in the literature, have been applied to modeling or specifying swarm-based systems (whether computer-based swarms, or real swarms in nature).
Although the survey identified a few formal methods that have been used to specify swarm-based systems, initially only two formal approaches were found that had been used to analyze the emergent behavior of swarms, namely weighted synchronous calculus of communicating systems (WSCCS) [44] and Artificial Physics [38, 39] . Since the survey was completed, two other approaches that may prove valuable in analyzing emergent behavior -CommUnity [15] and CSP2B [8] -have been brought to our attention, although we have not as yet identified their use with swarm technologies per se.
Experience specifying swarm behaviors
There has not been significant work on specifying swarm behavior. Interestingly, most of the work that has been reported in the literature has been related to specifying the behavior of swarms or colonies of insects, and has been performed by biologists with the assistance of computer scientists using modified formal methods. The following is a brief description of some specification techniques that have been used for specifying social, swarm, and emergent behavior:
• Weighted synchronous calculus of communicating systems (WSCCS), a process algebra, was used by Tofts to model social insects [44] . WSCCS was also used in conjunction with a dynamical systems approach for analyzing the non-linear aspects of social insects [43] .
• X-Machines have been used to model cell biology [22, 23] , and modifications, such as communicating stream X-machines [24] also seem to have potential for specifying swarms.
• Dynamic emergent system modeling language (DESML) [26] , a variant of UML, has been suggested for use in modeling emergent systems.
• Cellular automata [47] have been used to model systems that exhibit emergent behavior (e.g., land use).
• Artificial Physics [38, 39] , which uses physics-based modeling to gauge emergent behavior, has been used to provide assurance for formation flying as well as other constraints on swarms. Simulation approaches have also been investigated for determining emergent behavior, after which a modeling technique is used to model that behavior. Such approaches do not model emergent behavior a priori, instead only after the fact, and were not considered.
Evaluation of specification methods
Based on the results of the survey, four formal methods were selected to be used for sample specification of part of the ANTS mission. These methods were: Unity logic Actions are viewed as predicates (this allows for a more logic-based structure that can be easily programmed and allows the agent to be self-aware and track its own actions) Proof of correctness Has no sense of how or why an agent would choose to perform a given action and thus no ability to predict emergent behavior Needs a predictive quality for the agent's actions over time the process algebras CSP [19, 21] and WSCCS [43, 44] , X-machines [24] , and unity logic [11] . Table 4 describes some of the properties, advantages and disadvantages of the four selected methods, which were used to describe an ANTS virtual experiment, described in Sect. 5. CSP was chosen as a baseline specification method because the team has had significant experience and success [33, 35] in specifying agent-based systems with CSP. WSCCS and X-machines were chosen because they have already been used for specifying emergent behavior by others, apparently with some success. Unity Logic was also chosen because it had been successfully used for specifying concurrent systems and was a logic-based specification, which offered a contrast to the other methods. DESML, Cellular Automata, Artificial Physics, and simulation approaches were not used even though they had been used for specifying or evaluating emergent behavior. DESML, though very interesting, was not used because it had not been used or evaluated outside of the thesis it was developed under (though we may be revisiting it at a future time). Cellular Automata were not selected because they did not have any built in analysis properties for emergent behavior and because they have been primarily used for simulating emergent systems (as described in the previous section). Though not used for the specification, it too may be revisited to examine its strengths. Artificial physics, which is very promising, was not selected because of the newness of the approach and because of the translation that must be done between physics and software behavior. Lastly, simulation techniques were not used due to the fact that verification cannot be undertaken using simulation. This is because there could be emergent or other undesirable behaviors occurring that are not visible or do not become apparent during a simulation, but may be there nonetheless. A formal technique is designed to find exactly these kinds of errors.
Specifications of the virtual experiment
A virtual experiment is conducted in the ANTS mission by an ANT subset consisting of a Leader spacecraft and individual worker spacecraft. Details of the operations of the ANTS mission can be found on the ANTS web page.
A scenario for the ANTS mission is based on the ANTS spacecraft targeting an asteroid on which to do an experiment and then forming a team to carry out that experiment. The following is a brief description of the scenario:
Team leaders contain models of the types of science they want to perform. Parts of this model are communicated to the messenger spacecraft that then relay it on to the worker spacecraft. The worker spacecraft then take measurements of asteroids using whatever kind of instrument they have until something matches the goal that was sent down by the leader. The data will then be sent to a messenger to be sent back to the leader. If the data matches the profile of the type of asteroid that is being searched for, an imaging spacecraft will be sent to the asteroid to ascertain the exact location and to create a rough model prior to the arrival of other spacecraft so they have a model to use for maneuvering around the asteroid.
Many things can happen when an ANTS team encounters an asteroid (Fig. 2) . A spacecraft can perform a flyby and make opportunistic observations. The flyby can be used to first determine if the asteroid is of interest before sending an entire team to the asteroid, or to determine that, due to the nature of the instrument on the spacecraft, only a flyby is necessary. If the asteroid is of interest, a mapping spacecraft will map the asteroid and determine its size, rate and axis of rotation, whether the asteroids have any satellites/moons, etc. This information is passed on to other spacecraft that will be making observations and need to perform a flyby, enter an orbit around the asteroid, enter a hovering point, etc. As more data is obtained about the asteroid, other ANTS spacecraft maybe sent to the asteroid for further data gathering.
Fig. 2 ANTS encounter with an asteroid
The following first gives the partial specifications of the ANTS mission using CSP, WSCCS, unity logic, and X-machines. Due to space requirements only samples of the specifications are given.
CSP specification of ANTS
The following is a specification of the behavior of the NASA ANTS mission using Communicating Sequential Processes. In the specification, each of the spacecraft has goals to fulfill their mission. The aggregate or emergent behavior of all these goals should equal the goals of the mission. The following is the top-level specification of the ANTS mission:
where m is the number of leader spacecraft, n the number of messenger spacecraft and p the number of worker spacecraft. The ANTS mission starts, or is initialized, with a set of goals given to it by the principal investigator and part of these goals are given to the leader (some of these goals may not be given to the leader because the goals are ground based or not applicable to the leader). In addition to goals, each of the spacecraft is given a name (in this case in the form of a number) so that it can identify itself when communicating with other ANTS spacecraft and the Earth. The following gives a partial specification for a leader.
The leader spacecraft specification consists of two processes, the communications process and the intelligence process:
The communication process, LEADER_COM, specifies the behavior of the spacecraft as it relates to communicating with the other spacecraft and Earth. The second process, LEADER_INTELLIGENCE, is the specification of the intelligence of the leader. This is where the deliberative and reactive parts of the intelligence are implemented and the maintenance of the goals for the leader is done. In addition to the goals, the LEADER_ INTELLIGENCE process also maintains the models of the spacecraft and its environment and specifies how it is modified during operations. Each of the above processes has parameters that have an identifying number that indicates which spacecraft of a group it is, as well as other parameters that are sets to store conversations, goals and models. Since at startup there have been no conversations, the conversation set (conv) in the LEADER_COM process is empty. Since leaders are given initial goals and models, these sets are non-empty at start up. The following is the top-level specification of the leader communication.
The above shows the messages from other spacecraft types that a leader may receive. Messages sent from another leader may be one of two types: requests or informational. For requests, the requests may be for such things as information on the leader's model or goals, for resources (e.g., more workers), or for status. Messages may also be informational and contain data containing new goals or new information for the agent's model (due to a new discovery or a message from Earth). This information needs to be examined by the intelligence process and the model process to determine if any updates to the goals or model needs to be made. The following processes further describe the messages that may be received from other leaders.
The following gives additional information on the leader information messages.
If the message is new information, then that information has to be sent to the deliberative part of the agent to check if the goals should be updated as well as the model part to check if any of the information requires updates to the model.
If the message is a request, then depending on the type of request different processes are executed. Requests from others may be for status of the spacecraft, requests for information on the leader's goals or model, or it could be a request for resources, such as some workers under the leader's direction to form a sub-team to investigate a particular asteroid or the need for a messenger to be relocated to perform communication functions.
WSCCS specification of ANTS
To model the ANTS Leader spacecraft, WSCCS, a process algebra, takes into account:
• The possible states (agents) of the leader.
• Actions each agent-state may perform that would qualify them to be "in" those states.
• The relative frequency of each action for the agent.
• The priority of each action for that agent.
Consider the following actions, agent states and view of frequency, f, and priority, p, on the actions of the leader as seen in the table below:
Based on this information, WSCCS provides an algebra by which the behavior of the Leader can be studied and verified. Given the information from the The symbol + in this notation denotes that the Communicating Leader will make a choice between the various allowed actions, and that that choice will be made based on the frequencies and priorities of each allowable action. For example, the communicating leader may choose to remain in the communicating state by choosing to send a message to a worker. It would do so with a frequency of 50 and a priority of 2 which tells us that it will make this choice with a probability of 12.5%. The communicating leader may instead choose to transition to a processing state by processing for recovery. There is a 4% chance that the leader will make this choice. What follows are similar statements for the reasoning leader and the processing leader: This statement shows that the processing leader is forced to go into the Reasoning state prior to entering the communication state to ensure that the Leader has reasoned about its mission goals and model after processing and before communicating to other members of the swarm.
The operations of choice (+) and composition of actions ( * ) are then defined by the following rules:
A transitional semantics defines what series of actions are valid for a given agent, and allows us to interpret agents as finite state automatons represented by a transition graph. A transition graph derived from these transitions for the ANTS Leader Spacecraft is shown in Fig. 3. (Nodes represent the agents and the edges between represent the weights and actions.)
Emergent behavior of a swarm of leaders using probability Given a swarm of n leader spacecraft, the nleader swarm will tick forward in time by performing simultaneous actions -one action per leader per time step. Thus the n-leader swarm will perform a composition of n actions, denoted with weight m 1 ω k 1 × m 2 ω k 2 × · · · × m n ω k n , on each time step. When this happens, the n-leader swarm still must behave according to the rules for composition seen earlier. This gives the n-leader swarm its own set of relative frequencies and priorities. Since there are n Leaders and each has three states and 14 possible actions, the swarm of n leaders has 3 n possible state sets and 14 n possible action compositions. There are only two possible priority values and four Any composition that includes any leader communicating in error will have a priority less than the priority of not sending any messages in error and thus the swarm will not choose to send or receive a message in error. Thus the remaining options for leaders in the swarm will include communicating (not in error), reasoning, and processing (either by prediction or recovery, or otherwise). Let N comm be the number of leaders in the swarm who choose to communicate (not in error) on a given time step. Let N reason be the number of leaders in the swarm who choose to reason on that time step. Let N process16 be the number of leaders in the swarm who choose to process (by prediction or recovery) on that time step. Lastly, let N process17 be the number of leaders in the swarm who choose to process (by other means) on that time step.
Then, each action by each leader will have priority 2 and relative frequency 16, 17 or 50. Thus, the composition of their actions will have weight
From this weighting, we can see that drastically higher frequencies exist when a larger number of leaders in the swarm choose to communicate or reason. Much lower frequencies exist when larger numbers of leaders choose to process. Thus the swarm will be communicating and reasoning much more often than processing, although processing will take place. Figure 4 gives an overview of the states and the probability of going from one state to another using Based on these statements and the previous frequencies and priorities, we can calculate the probabilities for the leader choosing each action and therefore the probabilities that the leader will transition to one state or another. From these probabilities we can construct the following matrix, P, which for each entry p ij shows the probability of the leader choosing to transition from state i to state j. For example, p 13 = 0.25 which means that the probability of transitioning from state 1 (initial state or identity state) to state 3 (processing) is 25%.
Emergent Behavior of a leader using Markov chains
Given this matrix, we can calculate the various powers, P n , of the matrix. The nth power of the matrix P will tell us for each state, the probability that the leader will be in that state on the nth time step. For example, consider the results showing the calculated matrix P 2 in Fig. 5 .
We see in the matrix for P 2 that the entry P 2 242 is 0.25. This tells us that if the leader begins in the fourth state (processing), it has a probability of 25 percent of being in the second state (communicating) on the second time step. Observe in Figs. 6 and 7 the convergence of these matrices at higher powers -i.e., as time goes on. where the leader will not return to the initial state but will have equal probability of being in any of the three other states given a starting point of any of the four states. This is just an example of the type of prediction that Markov Chains may be able to deliver. These concepts are currently being further studied.
Unity logic specification of ANTS
To model the ANTS leader spacecraft with unity logic, we consider states of the leader just as in WSCCS and other state-machine based specification languages. In unity logic, we will consider the states of the leader and the actions taken to make the leader be in those states, but the notation is closer to classical logic.
Predicates are defined to represent the actions that would put the leader into its various states. Those predicates then become statements which, if true, would mean that the leader had performed an action that put itself into the corresponding state. This allows us to formally specify the leader using assertions such as in Table 6 .
Unity logic then provides a logical syntax equivalent to propositional logic for reasoning about these predicates and the states they imply as well as for defining specific mathematical, statistical and other simple calculations to be performed.
X-machines specification of ANTS
To model the ANTS Leader spacecraft as an X-machine, we must define it as a tuple: = {SendMessage, ReceiveMessage, Reason, Process} is a set of (partial) transition functions where each transition function maps Memory × Input → Output × Memory as in the following:
Then F : Q × → Q is a next-state partial function defined according to definitions such as in Table 6 .
A transition diagram for the ANTS leader spacecraft is shown in Fig. 8 . Nodes represent the states and the edges between represent the transition functions.
X-machines better reflect executable systems than standard finite state machines and would allow for a more natural specification of the ANTS spacecraft. It allows for a memory to be kept and transitions between states to be seen as functions involving inputs and outputs. This would allow specifications to track the actions of the ANTS spacecraft as well as write to memory any
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Comm. aspect of the goals and model of the mission as they change. This ability makes X-machines highly effective for tracking and effecting changes in the goals and model. However, X-machines do not provide any robust means for reasoning about or predicting behaviors of one or more spacecraft, beyond standard propositional logic. This would make specifying emergent behavior difficult. The table in the following section summarizes these properties.
Reasoning Processing
An appraisal of approaches
Based on these properties, the experiences of creating partial specifications for the ANTS leader spacecraft, and the needs of the ANTS mission, we draw the following conclusions about the properties needed for effective specification and emergent behavior prediction of the ANTS mission. An effective formal method must be able to predict the emergent behavior of 1,000 agents as a swarm as well as the behavior of the individual agent. Crucial to the mission will be the ability to modify operations autonomously to reflect the changing nature of the mission and the distance and low bandwidth communications back to Earth. For this, the formal specification will need to be able to track the goals of the mission as they change and to modify the model of the universe as new data comes in. The formal specification will also need to allow for specification of the decision making process to aid in the decision of which instruments will be needed, at what location, with what goals, etc.
Once written, the formal specification to be developed must be able to be used to prove properties of the system correct (e.g., the underlying system will go from one state to another or not into a specific state), check for particular types of errors (e.g. race conditions), as well as be used as input to a model checker.
From this we can see that the formal method must be able to track the models of the leaders and it must allow for decisions to be made as to when the data collected has met the goals. The ANTS mission details are still being determined and are changing as more research is undertaken. Therefore, the formal method must be flexible enough to allow for efficient changes and reprediction of emergent behavior.
Keeping all of this in mind, the following list summarizes the capabilities necessary for effective specification and emergent behavior prediction of the ANTS swarm and other such swarms, and looks to the existing formal methods to provide some of the desired properties.
• Processes (X-machines, CSP) -processes can be specified using the various manifestations of transition functions.
• Reasoning (unity logic) -unity logic provides only limited capability in this area. Other forms of possibly non-standard logics may need to be employed here to allow for intelligent reasoning with uncertain and possibly conflicting information.
• Choosing action alternatives (WSCCS) -a modified version of this ability from WSCCS may be used to supply an algebra for choosing between possible actions.
• Asynchronous messaging (CSP) -messaging may not be synchronized upon or after implementation. There are variants of CSP that support asynchronous messaging.
• Message buffering (CSP variant) -message buffering may be needed due to the possibly asynchronous nature of messaging between members of the swarm. There are variants of CSP that support buffering.
• Concurrent states for each spacecraft (WSCCS) -this ability is solidly in place and will require only an augmentation of notation.
• Communication protocols between agents (CSP) -CSP allows for this as it stands.
• Conversion to code (X-machines, unity logic) -any formal specification languages that are created will need to keep in mind the ease of converting the formal specification to programs and model checkers.
• Determining whether goals have been met (none) -the goals of each spacecraft are constantly under review. We will need to be able to specify a method by which the spacecraft will know when the goals have been met. A modification to X-machines may be able to solve this since the goals could be tracked using X-machines.
• Method for determining new goals (none) -once goals are met, new goals must be formed. We need to be able to specify a method for forming these goals. Again, a modification to X-machines may be best since X-machines could be used to track the goals.
• Model checking (CSP) -model checking will prevent semantic inconsistencies in the specifications.
• Tracking models (X-machines) -X-machines have the ability to track the universe model in memory but need a more robust way to detail what the model is, how it is created and how it is modified.
• Associating actions with priorities (WSCCS) -this ability is firmly in place.
• Associating actions with frequencies (WSCCS) -this ability is firmly in place.
• Predicting emergent behavior (WSCCS) -current WSCCS abilities are not robust enough for the purpose of predicting individual and swarm emergent behavior and will need to be enhanced by greater use of probability, Markov chains, and/or Chaos theory.
Evaluation of methods
The following describes the results of the sample specifications and an evaluation of the methods used.
CSP Process algebra
CSP is very good at specifying the process protocols between and within the spacecraft and analyzing the result for race conditions. Being able to evaluate a system for race conditions is very important, particularly in swarm-based systems which are inherently highly parallel. From a CSP specification, reasoning about the specification can be undertaken to determine race conditions, and the specification can be easily converted into a model checking language for running through a model checker. Although these are important issues and process algebras have been widely and successfully used for specifying agent-based systems, there is no facility for evaluating emergent behavior of the end system.
WSCCS Process algebra
WSCCS provides a process algebra that takes into account the priorities and probabilities of actions performed. Further, it provides a syntax and a large set of rules for predicting and specifying choices and behaviors, as well as a congruence and syntax for determining whether two automata are equivalent. All of this in hand, WSCCS can be used to specify the ANTS spacecraft and to reason about and even predict the behavior of one or more spacecraft when combined in a mission. This robustness affords WSCCS the greatest potential for specifying emergent behavior in the ANTS swarm. What it lacks towards that end is an ability to track the goals and model of the ANTS mission in a persistent memory.
Unity logic
Unity logic provides a logical syntax equivalent to simple propositional logic for reasoning about predicates and the states they define, as well as for defining specific mathematical, statistical and other simple calculations to be performed. However, it does not appear to be rich enough to allow ease of specification and validation of more abstract concepts such as mission goals. This same simplicity, however, may make it a good tool for specifying and validating the actual reasoning programming (as opposed to reasoning process) portion of the ANTS leader spacecraft, when the need arises. In short, specifying emergent behavior in the ANTS swarm will not be accomplished well using unity logic, although the logic does provide many useful properties for reasoning about systems. CommUnity [15] , an extension of Unity, may address these limitations, but has not yet been examined by the FAST project.
X-machines
X-machines provide a highly executable environment for specifying the ANTS spacecraft. It allows for a memory to be kept and it allows for transitions between states to be seen as functions involving inputs and outputs. This allows us to track the actions of the ANTS spacecraft as well as write to memory any aspect of the goals and model. This ability makes X-machines highly effective for tracking and effecting changes in the goals and model. However, X-machines do not provide any robust means for reasoning about or predicting behaviors of one or more spacecraft, beyond standard propositional logic. This will make specifying or analyzing emergent behavior difficult or impossible.
Results of comparison
An integration of the above methods seems to be the best approach for specifying swarm-based systems and analyzing emergent behavior of these systems. Figure 9 gives a high level overview of the resulting formal method. Blending the memory and transition function aspects of X-machines with the priority and probability aspects of WSCCS may produce a specification method that will allow us to address all of the necessary aspects for specifying emergent behavior in the ANTS mission, and other swarm-based systems.
Future work
Currently the project is working on integrating the above formal methods into a single formal method. After integrating the formal methods, an in-depth specification of the ANTS concept mission, and possibly a second NASA swarm mission, will be developed to give examples of the use of the new formal method as well as to determine if there are any modifications that need to be made to the new method. In addition to the integration of the above formal methods, tools for supporting the formal method are being developed. Potential tools are being considered that can be modified or developed as well as translators from the new formal method to these tools. Examples of some of the tools that are being examined include editors, syntax checkers, theorem provers and model checkers.
Conclusion
Swarms are being proposed and investigated for a number of applications. NASA is studying swarm-based systems to use on future missions to conduct new science and support unmanned exploration that is currently not possible. These new missions will be highly autonomous and will be out of touch with NASA ground stations for extended periods of time. In addition, due to the nature of swarm-based systems, they may be designed with or unintentionally exhibit emergent behaviors. Because of this, these missions must have an even higher level of verification performed on them than has been done on past missions that have been in constant contact with mission control.
To verify NASA swarm-based missions an effective formal method must be able to predict the emergent behavior of 1,000 agents as a swarm as well as the behavior of the individual agent. Crucial to the mission will be autonomic properties and the ability to modify operations autonomously to reflect the changing nature of the mission. For this, a formal specification will need to be able to track the goals of the mission as they change and to modify the model of the universe as new data comes in. The formal specification will also need to allow for specification of the decision-making process to aid in the decision as to which instruments will be needed, at what location, with what goals, etc.
We have identified several important attributes needed in a formal approach for verifying swarm-based systems. We have also surveyed a wide number of formal methods and approaches for verification of swarm-based systems and have identified several formal methods that have been used for modeling swarms or have the appropriate attributes. From this potential list we have done sample formal specifications of part of the NASA ANTS mission using four of these methods and have determined that they each have appropriate attributes but alone are not sufficient. We are currently integrating these methods to develop a new formal method for swarm-based systems and will test this new formal method by developing a formal specification of the NASA ANTS mission.
