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ization of the definition of "event" allows for time to be advanced in a next-event fashion while permitting a step-wise evaluation of system state variables described by difference or differential equations. Subprograms are included in GASP IV to handle the details of state and event control (including statevariable integration when necessary), information storage and retrieval, collection and analysis of data on system performance, and generation of reports and plots. In this paper, the GASP IV philosophy and modeling approach are described. Descriptions of the subprograms included in GASP IV and the required userwritten subprograms are given. The types of applications that have utilized GASP IV are listed. A companion paper (beginning on p. 71) presents a detailed example of the use of GASP IV for simulating a continuous reaction process involving discrete startups and shutdowns. EDITORIAL NOTE: This article and the article that immediately follows it are extensions of a paper published in the Proceedings of the 1973 Winter Simulation Conference. 0rdinarily, publication in the Proceedings would have precluded publication in SIMULATION. In this instance, however, reviewers felt that an extended and revised version merited exposure to the wider audience of SIMULATION readers. Following their specific suggestions, the authors subsequently converted their WSC paper into two separate articles particularly geared to the interests of readers of SIMULATION. The first (below) deals with the philosophy, concepts, and definition of GASP IV, and describes areas of application, while the second treats one particular example in detail. NM
INTRODUCTION
There is an extensive literature on simulation languages,3,4,8,23,25,30,33,38 including many papers on combined simulation which provide backg.round for the develo ments presented in this paper12,13,17,18,19, 20~21~32 This paper, however, is directed to the presentation of one simulation language GASP IV. Because of the specific nature of this paper and the size of the literature, no literature review or motivation for a combined simulation language will be given. The intent is to concentrate on the major aspects of GASP IV. GASP IV builds on the simulation structure of the discrete-event language, GASP II. A brief introduction to the structure of GASP II is therefore in order.
The GASP II approach to modeling and simulation inherently requires the GASP II user to model a system under study by specifying the events that could cause changes in the system status at specific points in time. When using GASP II it is presumed that the status of a system (as represented by the attributes of the entities of the system) can change in value only at event times. Thus, it is presumed that the status of the system remains unchanged between successive events.
With this basic hypothesis, a system can be modeled by modeling the different types of events that can occur. This method of modeling represents a tremendous decomposition of the system's status over time by allowing the modeler to concentrate upon specific points at which the status of the system could change, i.e., the event times.
The GASP II language requires that a user code only what happens at event times in order to obtain a complete simulation of a system. GASP II provides the timing mechanisms, bookkeeping system, data collection, generation of random deviates, and reporting devices necessary for a user to set up and debug a complete next-event simulation.
In this paper it will be shown how GASP IV builds on the GASP II philosophy, while allowing continuous as well as discrete changes in the system's status. To accomplish this, it was necessary to provide a procedure for the user to code a description of the status of the system in terms of the state variables of the system. In addition, GASP IV had to provide means for making changes in the model and in its parameters on the basis of the values assumed by the state variables during a simulation run. These and other important features of GASP IV are presented in this paper.
GASP IV PHILOSOPHY AND OVERVIEW GASP IV consists of a set of FORTRAN subprograms organized to assist the analyst in preparing discrete, continuous, or combined simulation models.2I,32 GASP IV provides a formalized approach to simulation modeling. This approach dictates that the status of a system be described in terms of a set of state variables and a set of entities with their associated attributes. The GASP IV simulation philosophy is that the dynamic simulation of a system can be obtained by modeling the events of the system and advancing time from one event to the next. This philosophy presumes a broader definition of event than that normally used in discrete-event languages:31 AN EVENT IS ANY POINT IN TIME BEYOND WHICH THE STATE OF A SYSTEM CANNOT BE PROJECTED WITH CERTAINTY.
Events usually cause changes in the state of the system or in the equations defining the state of the system. However, it should be noted that this definition does not necessarily relate an event to any change, either discrete or continuous, in the state of a system. Events could occur at decision points where the decision is not to change the status of the system. Conversely, the above definition allows the system status to change continuously without an event's occurring as long as the change in status has been prescribed in a well-defined manner.
In GASP IV, it is useful to describe events in terms of the mechanism by which they are scheduled. Those events which occur at a specified projected point in time are referred to as time-events. They are the type of event commonly thought of in conjunction with &dquo;next-event&dquo; simulation.
Events which occur when the system reaches a particular state are called stateevents.
Unlike time-events, they are not scheduled in the future but occur when state variables meet prescribed conditions. In GASP IV, state-events can initiate time-events and time-events can initiate state-events.
In support of the above modeling approach, GASP IV provides subprograms that handle the problemindependent structure of the model. The execution of a typical GASP IV program begins with a userprovided main program which initiates the simulation.
Control is then transferred to subroutine GASP, the executive routine, which controls the simulation until the run is completed. A general descriptive flow chart of subroutine GASP is shown in Figure 1 .
GASP first calls subroutine DATIN which initializes all GASP variables, either directly or from reading data cards.
In addition to initialization, DATIN also prints out the values of the input data. Events to occur at the beginning of the simulation are then processed. A test is then made to determine if the simulation involves only next events, i.e., if it is a discrete simulation. If this is the case, a next-event-time advance is used, and the simulation proceeds from time-event to time-event until a signal is given to end the simulation.
If the simulation involves &dquo;continuous&dquo; variables, then time is advanced using a step-evaluate-step procedure. The step size is variable to ensure that no events occur within the step and that desired accuracy in the calculation of state variables is maintained.
The accuracy test is necessary only if state variables are described in terms of a derivative equation in which integration is required to obtain the values of state variables. To ensure that a time-event does not occur within a step, the step size is automatically adjusted (whenever necessary) so that the time-event occurs at the end of the step. For state-events, the step size is reduced if such state-event would occur within the step. The step size is set so that either no state-event occurs within it or the minimum step allowed is used.
The conditions for a state-event are defined by the user and would normally involve a state variable's achieving a threshold with a prescribed tolerance.
The user codes these conditions in subroutine SCOND. If accuracy is not met, the step size is reduced accordingly, and the process described above is reinitiated.
If the step ends with an event, the event is processed by calling subroutine EVNTS, which calls the appropriate event based on the event code of the event occurring. A check is then made to determine if the simulation is to be ended.
If not, a next step is processed.
At the end of the simulation run, a standard GASP summary report is printed and tables and plots of the state variable values are printed as requested. When an equation is written for D(I), values of S(I) are obtained through the use of a Runge-Kutta-England integration routine which is contained within subroutine GASP. Values of DL(I) and SL(I) are automatically maintained. The step size is automatically determined to meet specified accuracy requirements on the computation of S(I) and tolerances on state-event occurrences.
When the equation is written for S(I), only SL(I) is maintained by GASP IV. Accuracy requirements are not specified on S(I) and the step size is maintained at a constant value unless there is an intervening time-event, state-event, or requirement to record the value of S(I) for eventual output. In any of these cases, a smaller step size would automatically be used. Function KROSS returns a value for LFLAG(-) equal to -2, -1, 0, +1, or +2, depending on the direction of the crossing (-for negative, + for positive) and whether a crossing occurred (0 for none, 1 for crossings within tolerance, and 2 for crossings exceeding tolerance).
USER-WRITTEN SUBPROGRAMS
The following are the subprograms through which the user communicates with the GASP IV package. Except for the main program, a dummy subprogram is included in the GASP IV package for each subroutine. * _ Setting the step size is a more complex process than is indicated. Maximum and minimum step sizes are specified by the user. Based on accuracy considerations, GASP continually tries to take larger step sizes up to the maximum specified step size without increasing processing times due to lack of accuracy in the computations. Determination of step size is further complicated by the intermediate points required by the Runge-Kutta-England integration method and by allowing the user to specify a communication interval for plotting. Previously, published models which have been coded and executed in GASP IV include: Soaking-pit furnace.18,24 New applications have developed in the following areas:
1.
Analysis of long-term climate changes.40 2.
The flow of cadmium in the electroplating process-37 3. Analysis of a tanker/refinery system.9,32 4.
Simulation of hay harvesting.29
In the sequel to this paper, the use of GASP IV to analyze a chemical reaction process is presented. 
