The SIMPLE-1 simulation environment SIMPLE-1 is a discrete and a continuous simulation language implemented a s a modeling environment with integrated editor, documentation, diagnostics, and tutorials. The language has undergone continued refinement from introduction in 1985 and features user defined variables, functions, and an object oriented procedure concept called a process.
A key element in the language is a rule based construct called a CONDITIONS block which defines rules for releasing entities from queues.
SIMPLE-1
supports modeling discrete and continuous systems world views using a network modeling orientation.
Features of the language include the ability of the user to declare variables and statistics requirements, perform 1/0 operations on files and to animate simulation results in real time. Both text and bit-mapped images can be imported by models in the latest version of the language for animation and graphic display purposes.
The language is reported to have a more natural syntax than other simulation languagesIl61, due in part to a more close resemblance to high-level programming languages and the free-format syntax of the language.
The body of a SIMPLE-1 model is composed of five sections: DECLARE, PRERUN, DISCRETE, CONTINUOUS, and POSTRUN.
The DECLARE section is used to define key model variables such as entities, matrices, and s o forth. The PRERUN and POSTRUN sections execute in a procedure like manner.
SIMPLE-1 models typically employ the basic block types of the language to define discrete and continuous models. There are relatively few block types in SIMPLE-1 and this brevity of language concepts is due to the flexibility of the CONDITIONS block.
Discrete event aspects of a model are defined using a n activity on node network structure. The Continuous aspects of the system model are described using algebraic state equations which define variables overtime via first order differential equations. The continuous aspects of the model are simulated using a Runge Kutta or other supported integration method with the step size assignable by the modeler .
The discrete aspects of the model are processed via an event scheduling mechanism to sequence the flow o f entities through blocks in the network model.
The discrete event processing algorithm evaluates and resolves interdependence conditions in the model prior to advancing t o the next event. SET TimeInSystem:=STIME-CUSTOMER(1);
END;
Where the CREATE statement is generating the arrival stream and the QUEUE-CONDITIONS-ACTIVITY statement sequence is modeling the servicing of entities waiting in the queue. The CONDITIONS statement in this model is used to specify the conditions necessary for a customer to leave the queue and enter the service activity.
Cornerstone Concept: The CONDITIONS block:
The CONDITIONS block is used to define the state conditions required for entities to leave queues.
The block is the cornerstone of the language and provides a unified queue release mechanism.
The block functions somewhat analogous to a chameleon, in that a CONDITIONS block can be configured for a diversity of queue release constraints in much contrast to traditional discrete simulation languages.
In a basic queue-server relationship a CONDITIONS block is used to associate a specific QUEUE with an ACTIVITY block.
The CONDITIONS block is the principal means for formation of groups of entities and is readily applied to modeling assembly constraints in manufacturing.
Notably absent in SIMPLE-1 is the concept of a resource for modeling complicated queueserver relationships.
SIMPLE-1 does not employ resources because the CONDITIONS block is used to model simplistic and complex resource situations.
Key system resources in SIMPLE-1 models are typically modeled as entities that are grouped with other entities while in use and SPLIT from the customer and routed to a QUEUE when the resource entity becomes idle.
The advantage inherent in modeling resources as a separate entity type is the ability to model explicitly the decision making processes of the resource inclusive of the resources own attribute state. For example, the entry of passengers onto a bus is typically a function of the route assigned to a bus. Accordingly, modeling such a situation in SIMPLE-1 involves modeling decisions based o n passenger attributes and bus system state variables.
The CONDITIONS block has proved to be a flexible and powerful construct of the language.
The block ties together SIMPLE-1's basic set of discrete simulation primitives namely the QUEUE and the ACTIVITY block.
A MONITOR block construct operates in a similar fashion as the CONDITIONS block by monitoring specific aspects of the simulation and is typically used to drive real time animation of simulation results. A s changes occur in the model during an event the affected MONITORS are executed prior to advancing to the next event.
For example when an INSPECT activity is started or completed a MONITOR i s used to detect the change in state of the activity. As a side affect of the INSPECT activity changing state a MONITOR block would be used to update information o n the screen to show the current number of INSPECT activities in progress.
MONITOR statements in general are used for driving model animation and in tandem with CONDITIONS block for calculation of decision making variables.
The CONDITIONS block concept also supports building models in stages.
In most situations you start off modeling the main processes and add embellishments to capture additional constraints o n system operation. When modeling assembly of a product one can start by modeling the basic process sequence and add part queues later to capture the affects of assembly constraints o n the overall efficiency of the system.
In addition, blocking, and other constraints o n system operation can typically be added in stages without a major restructuring of the model.
Groups of Entities:
The CONDITIONS block is used to release entities from queues.
Entities Encapsulation is occurring here in that the CONDITIONS block is an object performing a queue release function without the modeler having to operate o n event list structures or other low level simulation details.
Encapsulation:
In SIMPLE-1 the fundamental modeling unit in discrete systems is the entity. Entities in SIMPLE-1 have attributes and form a packet of data. I n an OOP sense a SIMPLE-1 entity by itself is not an object.
Rather a n object is a combination of entities and a network of discrete processes.
A current developments in SIMPLE-1 is the encapsulation of discrete and continuous processes in a procedure like structure.
Unlike procedures however a SIMPLE 1 process can have the return from the process delayed by interactions with QUEUE and ACTIVITY blocks.
The process construct allows extending model abstractions and packaging the implementation.
In a manufacturing system context a process model of a manufacturing process might be: 
END-PROCESS;
Where the calling entity re€erences Turn which results in the entity beginning processing at the entry point labeled LatheWip which is a QUEUE.
The PROCESS construct i s a current development in the language which allows the ACTIVITY, QUEUE, and CONDITIONS blocks to be used for developing libraries of detailed low level sub-models that are then used to construct other models at a high level of abstraction.
Inheritance:
Identifiers are globally scoped in SIMPLE 1 thus diverging markedly from the inheritance principle of OOP.
In addition the related "need to know" and data hiding concepts are counter to the thrust of the language. SIMPLE-1 as a simulation language maximizes the communication among variables in the model. Data hiding and inheritance are concepts driven by the practical needs to control large programming projects and to some extent the "need to know" constraints of military systems applications.
Data hiding inhibits Statistics collection o n model behavior. When variables are declared key words are used to specify automatic persistent and collection o f time The language observational statistics. supports statistics collection f o r scalars and matrices; Data hiding would complicate the referencing and reporting of these statistics.
Polymorphism:
The language supports Polymorphous message passing by employing entities to pass messages via their attributes.
The mechanism in outline form involves assigning t h e message information to a n entity which in turn is combined with the receiver entity, or entity group.
The transmission of the message is accomplished by joining the messenger entity with a target receiver group with a CONDITIONS statement.
Orders for example might be transmitted to a "RED" field commander by the code fragment: When the Redcommands block is processed the receiver entity will have access to the ORDERS entities information. 
