Abstract-In the environments where heterogeneous devices need to share information, utilize services of each other, and participate as components in various smart applications, it is common to rely on the advantages of the semantic data model and ontologies. Our work extends this approach so that also the process of software development for such environments is ontology-driven. The goals are to raise the level of abstraction of smart application development, to enable development by non-programmers, and to partially automate the development to make it easier and faster. In this paper, we describe the Smart ModeUer that consists of 1) a design tool that enables the developer to graphically create a model of a smart space application and 2) a framework that provides core interfaces for extensions supporting both the model and ontology-driven development. These extensions enable: ontology-based creation of model elements, discovery and reuse of both the software components and partial models through a repository mech anism, and generation of executable programming code for models.
I. INTRODUCTION
The work reported in this paper is a part of the project SOFIA [1] which aims at enabling development of devices and applications that can interact across vendor and industry domain boundaries. Consider, for example, the environment of a car. The car commonly has a board computer, there may also be an entertainment system in it, and there will normally be one or more mobile smartphones that the driver and the passengers have brought in. All these devices will possess some pieces of information about the physical world, e.g. location and speed of the car, current activities or context of passengers, and so on. While there are many applications imaginable on the intersection of these datasets, the sharing of information between devices is not easy at present. SOFIA's mission is to overcome the barriers of heterogeneity and lack of interoperability and to enable devices to share information, to utilize services of each other, and to participate as components in various smart applications. Additionally, a solution is targeted in which applications are distributed with some components residing on the devices while some other components residing in the network. In so, SOFIA pursues the goal of making information in the physical world universally available to various smart services and applications, regardless of their location, which aligns well with the vision of the Web of Things. As concrete results, SOFIA targets the development of an Open Innovation Platform (OIP) architecture and an Application Development Kit (ADK) toolset. This paper belongs to the latter effort.
OIP architecture [1] approaches the interoperability issue through separation of a system into three layers. The lowest layer is the Device World, which has devices connected through networks and gateways. The middle layer is the Service World, which has applications, services, and other software-based entities. The highest layer, unifying the lower ones, is the Smart World, which is an information-level world. In OIP, as much as possible interaction between devices is assumed to happen through information sharing rather than low-level invocations. OIP applies the blackboard architecture to provide a cross-domain search extent. This means that any smart environment (e.g. that of a car) is assumed to have at least one element called Semantic Information Broker (SIB). Physically, the SIB can be lo cated in the physical environment considered or anywhere on the network. Also, the access to SIB is not restricted to the devices comprising the physical environment. The information in a SIB can be made open to some application and components on the network. lOP defines a SIB as an information-level entity for storing, sharing and governing the information. As word "semantic" in SIB indicates, lOP relies on the advantages of the semantic data model, i.e. Resource Description Framework (RDF), and the ontological approach to knowledge engineering. A SIB is basically a lightweight RDF database that supports a defined interaction protocol that includes both the query and the subscribe functions. The other central element of OIP is Knowledge Processor (KP), which is an information-level entity that produces and/or consumes information in a SIB. KPs form the information-level behaviour of smart applications. In addition to KPs, devices can have software components providing services to users and other devices.
The objective of the SOFIA's Application Development Kit (ADK) is to support and facilitate application devel opment for OIP. ADK is supposed to provide and in tegrate cross-domain tools needed for all the phases of the application development. Thanks to the separation of the information-level and the service-level in lOP, and a higher position of the former, the ontologies defined for the information-level of the run-time operation of a system have an obvious value also for the development phase of that system. The ADK, therefore, follows the Ontology Driven Software Engineering (ODSE) approach (see e.g. [2] ). On tologies are used as inputs for developing the software architecture, used in the specification of the system and for discovery of appropriate software components. An additional value of the ontology-driven approach in ADK is that it enables people without an extensive software engineering background to effectively participate in the development or modification of smart applications. This paper describes the Smart Modeller which is a central tool in the ADK toolset. It enables the developer to graphically create a model of a smart space application and automatically generate executable programming code for it. Various ontology-driven extensions to the Modeller enable further automation of the process. Examples of tasks such extensions perform are generating model elements based on domain ontologies, importing sub-models from repositories for re-use, and ontology-driven discovery of appropriate software components to be integrated into the application.
The rest of the paper is structured as follows. Section II discusses ODSE and provides the motivation behind the Smart Modeller. Section III presents the meta-model of the Modeller and available extensions to the Modeller. Section IV provides some details of the Eclipse-based implementa tion of the Modeller, and, finally, Section V concludes the paper and gives directions for future work.
II. ONTOLOGy-DRIVEN SOFTWARE ENGINEERING
Ontology Driven Software Engineering (ODSE) can be seen as an extension to Model-Driven Engineering (MDE) [3] , [4] . The MDE approach is based on increasing level of abstraction to cope with complexity. In MDE, models are used not only for design and maintenance purposes, but as a basis for generating executable artefacts for downstream use. MDE insulates business applications from technology evo lution through increased platform independence, portability and cross-platform interoperability, encouraging developers to focus their efforts on domain specificity [5] .
A common MDE process (e.g. [4] ) involves the following steps. First, a Computation-Independent Model (CIM) is created, which could be e.g. a UML's use case diagram.
Then, based on elM, the Platform-Independent Model (PIM)
is developed, which can include UML's class diagram, state transition diagrams, and so on. In the next step, PIM com bined with a Platform Profi le is transformed (at least some automation is assumed) into the Platform-Specific Model (PSM), which is tailored to and provides more information for a particular operating system, particular programming language, and so on. Finally, the executable programming code is generated from PSM. The main issue with the MDE process is that its two first steps, elM and PIM, are fully manual and the connection between them is rather loose. In response to that, ODSE was 697 introduced, which includes the use of ontologies in the MDE process. The most common ontology use in ODSE is having a domain ontology in the place of elM and trying to utilize it for generating some parts of PIM [6] , resulting in some level of automation also in this step. In particular, many works e.g. [7] assume transforming the domain ontology directly into the software application's hierarchy of classes. The ontology can also be used for automated consistency checking of PIM or PSM [5] .
In our work, however, we aim at a much wider range of ontologies utilization. Based on the review of ontology classifications given in [2] and putting it in the context of ODSE, we consider that it is important to divide the ontologies into the following three groups:
• Domain ontologies -define concepts of the application domain, e.g. "car", "user", etc.
• Task ontologies -define the computation-independent problem-solving tasks that exist in the domain, e.g. "adjust", "sell", etc.
• Ontologies of software -define concepts used to de scribe the software world itself, e.g. "component", "method", etc. While the domain ontologies are the most common kind of ontologies considered, the importance of defining also task ontologies is argued in [8] . A generic task defined in a task ontology can be imported into the PIM and linked to some domain ontology concepts as task parameters, e.g. cre ating "adjust car speed" specific task. Then, by matching the task description with the annotations of software components (for a certain platform) residing in a repository, a proper component to implement the given task can be found and included into PSM. Such component annotations (sometimes called software metadata) have to refer to concepts from all three ontologies (software, task, and domain for e.g. method parameters description). It is worth mentioning that semantic annotations of software components can be used, and are used, outside ODSE, for example in so-called process of mashing-up composite applications [9] . Figure 1 depicts the overall ODSE process as we use in our work. We can also list the four values of ontologies steaming from such a process:
Task Ontology
• Specification -Ontology is used as a part of the system requirements specification orland design specificationin the place of a CIM in MDE.
• Search -Appropriate software components are discov ered based on semantic descriptions of them.
• Verification -Ontology can be a basis for verification (e.g. consistency checking) of system requirements orland design.
• Communication -Shared ontology acting as a "bound ary object", i.e. something that is understood by people coming from different social worlds.
As was stressed before, the level of domain orientation and automation brought by such uses of ontologies also enables people without an extensive software engineering background to more effectively participate in the develop ment or modification of smart applications.
III. SMART MODELLER
This section introduces the Smart Modeller, which is a central tool in the ontology-driven ADK developed in the project SOFIA. The Modeller enables the developer to graphically create a model of a smart space application and then automatically generate executable programming code for it. Various extensions to the Modeller enable further automation of the process, contributing to the ease and speed of development. The Modeller is based on a visual composition approach that (1) raises the level of abstraction of smart application development, and (2) supports reuse of both the existing software components and partial models. The reuse of software components and models is supported by repositories, which are RDF data storages themselves.
A. A Meta-Model fo r Smart Objects
The Smart Modeller models an application for an OIP based smart environment as a directed graph. This means that the used meta-model (similarly to RDF) contains two kinds of entities: elements (nodes) and connectors. All the types of elements have an attribute "name", and for some of them it is the only attribute defined -because a bigger part of information in the model is contained in the connectors between elements. Some elements have, however, some additional attributes defined.
The following model elements are currently provided:
• Smart Object -device able to interact with a smart environment and participate in a smart application. It may provide Services and may contain Knowledge Processors and SIBs.
• Semantic Information Broker -an entity for storing, sharing and governing the information as RDF triples
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(see Section I). Additional attributes: IP, Port, and Smart Space Name.
• Knowledge Processor -an entity that produces and/or consumes information in a SIB (see Section I). KPs form information-level behaviour of smart applications of modelling this behaviour is the principal goal the Smart Modeller.
• Ontology -a local or online document containing RDF Schema (RDF-S) and possibly Web Ontology Language (OWL) definitions. Additional attribute: UrI.
• Action -a specific action (e.g. Java method) or a generic action (a task) that a KP performs. In case of a specific action, additional attributes are: Implemen tation (e.g. System.out.println) and optionally Listener Interface (e.g. IAlarmListener).
• Condition -an element denoting a part of the state of a KP. A condition refers to e.g. the start-up of the KP or to a state immediately following successful execution of an Action. The main use of a Condition is to define when an Action is triggered.
• Parameter -an input or output parameter of an Action, or a constituent of a Condition. Additional attributes: Type, Position (to define the order in a method signa ture), Value (if a constant), and Semantics (to link to a domain ontology concept, see Section II.
• Service -some kind of service provided. The service provider and the service consumer can be different smart objects, different KPs of one smart object, or even parts of one KP. It is only a logical entity because there always has to be an Action that "provides" the Service and another Action that "uses" the Service.
• Repository -an RDF storage (following this meta model) containing pre-configured model elements and their groups that can be re-used in modelling. There exist extensions for both importing and exporting ele ments from/to a Repository. Additional attribute: UrI.
• Composite -a sub-model that contains other elements and connectors between them. Composite can be ex panded to show its contents or collapsed and shown as just an icon. Composites aim at increasing usability of diagram editing and at enabling modelling at even higher levels of abstraction. Additional attribute: Icon.
• CompositePort -an input/output port of a Composite that represents an element inside the Composite.
As one can notice, the meta-model of the Modeller includes elements of two kinds: those coming from the OIP architecture (Smart Object, SIB, KP, Service, and Ontology) and those belonging to an ontology of software (Action, Pa rameter, and Condition). An additional element Repository does not correspond to a part of a smart space application -it is a facilitator of the development process only.
A Connector is a link between two model elements. It has one attribute: Relationship. The graphical presentation of a connector in a diagram is dependent on the value of this attribute. Below, we describe the main meaningful links between model elements:
• model.· has from a Smart Object to a KP or a SIBdefines a KP or a SIB that the Smart Object hosts.
• model.· uses from a KP to a SIB -indicates the SIB, from/to which the KP consumes/produces information.
• model.· has from a KP to a Condition -defines a start-up Condition of the KP. It is used by the Code Generator as a starting point in KP behaviour creation.
• model.· uses from a SIB to an Ontology -indicates the ontology, on which the data in the SIB is based. It is not used by the Code Generator, but is used for automated generation of SIB subscriptions from an ontology (see next subsection).
• model.· has from a Condition to a Parameter -defines a constituent of a control-flow Condition, i.e. some data item that was model.· produce by an Action led to this Condition.
• model:triggers from a Condition to an Action -defines an Action triggered when the Condition becomes true.
• model.· has from an Action to a Parameter -defines an input parameter for the Action.
• model.· produces from an Action to a Parameter -de fines an output parameter or return value for the Action. For the return value, the name of the Parameter has to be model.· return.
• Connector from an Action to a Condition -indicates the Condition that becomes true as result of the Ac tion execution. Currently, the link has to be either model.· success or a name of the method in the listener interface that the Action uses for posting events.
• model.· maps from a Parameter to a Parameter -defines the mapping/wiring of parameters. The link should go from an output parameter/return value of an Action to an input parameter of another Action.
• Connector from an Action or a Smart Object to a Service -indicative link model:provides or model.· uses.
• model.· refers from an Ontology to an Ontology -de notes that a more specific Ontology refers to concepts from a more general upper ontology.
• model.· describes from an Ontology to a Repositoryspecifies a Metadata set that defines links between some generic tasks (defined in another Ontology, to which Metadata model.· refer) and specific Actions residing in the Repository. It is used by the extension responsible for search of appropriate implementations for generic tasks (see Section II).
B. Modeller Extensions
The Smart Modeller currently has the following exten sions defined: 1) Generate Java implementation fo r the Knowledge Processor: This extension is applicable to a Knowledge 699 Processor element only. When executed, it generates Java implementation of the modelled KP. The implementation is created as a new Java project with name corresponding to KP's name in the model. The extension also copies into the generated project Actions' implementations, copies or links required libraries, and also copies any additional non-Java resources other than the diagram files found in the modelling project, e.g. images, RDF documents. In the future, we plan having code generators for other programm ing languages as well, including Python, C++, ANSI C for embedded devices, and Javascript for KPs providing web interfaces.
2) Generate a SIB subscription fr om the Ontology: This extension is applicable to an Ontology element only. When executed, it first shows a dialog window for selecting a type of subscription to be generated: (1) any new triple, (2) new instance of a class, (3) changed value of a property. If (2) or (3) is selected, the extension shows another dialog, where it lists all the classes and properties, correspondingly, that are defined in the ontology. Finally, the extension adds to the model a Composite that includes all needed elements for managing a SIB subscription and a minimum set of CompositePorts: for starting subscription, for receiving notifications, and for received data values.
3) Import model elements from the Repository: This extension is applicable to a Repository element only. When executed, it shows a dialog listing all graphs (collections or elements and connectors) defined in the repository and, then, inserts the selected graph into the model.
4) Export model elements into a Repository: This ex
tension is applicable to any model element, or a collection of elements including connectors. When executed, it shows a dialog listing all repositories in the model, and then ex ports the selected elements and connectors into the selected Repository as a single graph.
5)
Initialize Java implementation fo r the Action: This ex tension is applicable to an Action element only. This exten sion will generate a template for an action implementation, if a non-existing implementation is defined for an Action in the model. The extension will split the implementation attribute into package name, class name, and method name and, then, generate needed package folders, generate .java file for the class, and add a needed method. If the Action is linked in the model to input or/and output Parameters (including a return value), this information will be incorporated into the generated method interface.
6) Generate a generic Task fro m the Ontology: This extension is applicable to an Ontology element only. When executed, it shows a dialog window listing all the generic tasks defined in the task ontology, and when one is selected, generates an Action element with unspecified implemen tation and name corresponding to the selected task. This element is intermediary (PIM level) -it is assumed that the next extension will be used on it.
7)
Find an implementation from a Repository: This ex tension is applicable to an Action element (generic task) only. When executed, it shows a dialog window listing all implementations (graphs) matching the given generic task, and after one is selected, adds it to the model. This extension searches through all the Ontology-Repository connected pairs in the model. The URL of Ontology must define the name of the metadata file (tasks to actions matching).
IV. ECLIPSE-BASED IMPLEMENTATION
When selecting the implementation platform for the Smart Modeller, we followed the following design principles:
• Openness. The software is to be based on open-source components and will be published as open-source.
• Interoperability with other tools. To support interoper ability, standard-based solutions are preferred.
• Tool-level extensibility. The software has to consist of a common framework and a set of extensions, so that new extensions can be easily introduced when needed.
Eclipse (http://www.eclipse.org/) was selected as the plat form, on top of which the Smart Modeller is developed.
Eclipse is an open, extensible, and well-standardized de velopment environment providing an extensible application framework upon which software can be built [10] . An Eclipse-based implementation enables interoperability with many other existing tools as well as ready-made extensibility framework thanks to Eclipse component-based architecture.
The Smart Modeller is implemented in Java utilizing the Eclipse Graphical Modelling Framework (GMF) [11] . GMF provides a generative component and runtime infrastructure for developing graphical editors. GMF is build on the top of Eclipse Modelling Framework (EMF) and Graphical Editing Framework (GEF). First, the meta-model described in Section III-A was encoded using EMF Ecore. Then, a set of additional GMF-specific definitions was added, including the palette of creation tools, labels to use in the diagram, and so on. Then, the GMF framework generated the readily working code for the diagram editor.
Thanks to the Eclipse component-based architecture, the generated diagram code was easily extended with a set of extension points, through which plug-ins can be connected. The tool extension point, was added to enable the interface towards custom plug-ins that can programmatically modify the diagram or utilize the information encoded in it for some purpose. All the Modeller extensions described in Section III-B were then implemented and connected using this extension point. New extensions can always be added later, also by 3rd parties. Figure 2 shows a simple example model, as it appears in the Eclipse-based Smart Modeller. The application domain is an environment that has a set of sensors providing mea surements (e.g. temperature) and a set of actuators, through which some parameters of the environment can be controlled (e.g. lighting). Actuators have status, e.g. "on" and "off', and in the environment's SIB this status is reflected using gc:hasStatus property. This means that the SIB, at any given time, has a set of RDF statements in it, one per actuator, of the type ex:ActuatorA gc:hasStatus "off". The model in Figure 2 includes the SIB with the associated Ontology and one simple reactive Knowledge Processor. That KP has one subscription to the SIB with the pattern ?resource gc:hasStatus ?value and a triggered by it Action -one that shows in a dialog window up to three strings, one after the other. The generated code for this KP will subscribe to SIB for data matching the pattern given, and when SIB will send an update, a dialog will pop up with the text like "Actuator's status changed: ex:ActuatorA on".
Without going much into the details, the modeling process was the following: 1) Creating a Repository element in an empty diagram, and setting its UrI attribute.
2) Engaging Import model elements plug-in and import ing the same Repository but extended with metadata and task Ontology elements.
3) Engaging Import model elements plug-in and importing the sm with the domain Ontology. 4) Creating a KP element. Creating a Condition element.
Connecting KP to sm and to Condition. The relation ships on connectors are set automatically.
5) Engaging
Generate a SIB Subscription plug-in, select
ing "Changed value of a Property" and then selecting gc:hasStatus property. The Composite will be added.
Connecting its "Action" port to the Condition.
6) Engaging Generate a generic Task plug-in and import ing task:InformUser task. 7) Engaging Find an implementation plug-in and select ing from the presented list Show in Dialog actionother options will include e.g. the standard Java print out. The Action and its Parameters will be added. 9) The model is ready. Engaging Generate Java imple mentation plug-in to generate Java code.
v. CONCLUSIONS
In this paper, we described an ontology-driven approach to development of software applications for smart environ ments. In comparison to the traditional way of software development, our approach partially automates development processes, facilitates reuse of components through metadata based discovery, and raises the level of abstraction of smart application development. All these aims at making develop ment easier and faster, and also at enabling development by non-programm ers. As the example in Section IV showed, as long as existing software components are sufficient, the development may not involve any coding and, moreover, the software composition process is made much faster through ontology/metadata support. We believe that such an exam ple process (numbered list in Section IV) could already be perfonned by a person without software engineering background, but can be even further facilitated through the "wizards" mechanism.
The main inputs to our development process are ontolo gies and components' metadata, and these can be published in some way in a smart environment. An interesting and promising scenario would be then a case where a person entering the environment was able to compose an application matching his needs on-the-fly. Working on realizing such a scenario is an important direction for future work in SOFIA.
Other directions for future work include at least the following. First, we have to enable better and more flex ible modelling of a KP behaviour, so that more complex behaviours can be developed and transfonned into code. As mentioned before, we also plan to have code generation for other programm ing languages. Second, we are working on adding an opportunistic way of software composition, as in [9] . Instead of going from a developer-defined generic task to 701 a software component, the system may automatically search and list the components that are applicable given the data and components already present in the application (e.g. "you have data on restaurants; would you like to show them on a map?"). Such a way of utilizing components' metadata is one of several topics (e.g. task ontologies is another) we study in our endeavour into ontology-driven composition of software, which is our main longer-tenn research direction, even beyond SOFIA.
