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ABSTRAKT 
Předmětem této práce je studium stávajícího vývojového řetězce pro mikroprocesor 
LPC23xx v předmětu MPOA. Hlavním cílem je zkoumání možností realizace nového 
vývojového řetězce, postaveného na GCC. Výstupy této práce jsou ukázkové aplikace 
s mikroprocesorem LPC2378 a GCC. Součástí vysledků jsou i návody pro studenty, jak 
tyto ukázkové aplikace implementovat. Ukázky zahrnují základní aplikace, RTOS a 
Ethernet. 
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ABSTRACT 
The subject of this thesis is to study the existing development toolchain for the 
microprocessor LPC23xx in course MPOA. Main goal is to explore the feasibility of 
new development toolchain, based on the GCC. The outcomes of this thesis are demo 
applications with the microprocessor LPC2378 and the GCC. Parts of the outputs are 
also tutorials for the students, how to implement these demo applications. The demos 
include basic applications, RTOS and Ethernet. 
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ÚVOD 
Na základě dnešního enormního nasazování 32-bitových mikroprocesorů do nejrůznější 
moderní elektroniky je nutné, aby se budoucí inženýr seznámil alespoň na základní 
úrovni s těmito obvody. Pro tento účel je na ústavu radioeletroniky VUT Brno několik 
předmětů a několik vývojových platforem. Jedním z těchto předmětů je MPOA 
( Počítačové aplikace). Zde se studenti mohou seznámit s mikroprocesory ARM 
řady LPC23xx od výrobce NXP (dříve Philips).  
Pro plnohodnotné seznámení studenta s možnostmi těchto mikroprocesorů je třeba 
mít k dispozici komplexní sadu vývojových nástrojů, knihoven a pomůcek. 
V nejzákladnějším pohledu se jedná alespoň o textový editor, překladač, programátor a 
koncové zařízení s daným mikroprocesorem. Takovéto řešení však dovoluje pracovat 
jen na nejnižší úrovni vývoje. Pro zvýšení komfortu práce je třeba použít více 
jednotlivých kvalitních bloků. Jako jedno z možných schémat spojení jednotlivých 
nástrojů pro práci s takovýmito obvody je zde uveden Obr. č. 1. Je vidět, že sada 
pomocných nástrojů pro vývoj může být poměrně široká. Zde pak vzniká finanční 
požadavek na zajištění všech těchto bloků. Pokud bychom chtěli stanovit poměr 
finančních investic mezi hardwarem a softwarem, zjistíme, že většina investic je 
v softwarové části.  
Cílem této práce je prozkoumat možnosti náhrady softwarové části řetězce za 
novou část postavenou na GCC a myšlence Open-Source. Jako podmínka je zde vložen 
požadavek na využití stávajícího hardwaru v laboratořích. V budoucnu by pak tato 
náhrada mohla nabídnout dvě možnosti využití:  
1. Studenti se zájmem o tyto mikroprocesory event. studenti realizující školní 
projekty na těchto mikroprocesorech získají možnost využití levných softwarových 
nástrojů.  
2. Výuka v předmětu MPOA může být převedena na tyto nástroje. Nebo může 
vzniknout v předmětu ukázka práce na obou platformách: profesionální řešení a 
Open-Source řešení. V důsledku by pak mohlo dojít k úspoře školních financí za 
potřebné licence. 
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Obr. č. 1: Obecné schéma vývojového řetězce 
Textový editor na PC (IDE) 
Překladač, Linker atd 
Myšlenka aplikace s MCU 
Knihovny funkcí 
 Simulátor 
Programátor Debugger 
MCU + deska s danou 
aplikací 
  Debug server apod. 
Software 
       Hardware 
Přístup k programátoru 
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1 STÁVAJÍCÍ VYBAVENÍ 
V této kapitole je krátce představeno nynější vybavení laboratoře s výukovými deskami 
MCB2300 od firmy Keil™ a zbývající nástroje pro vývoj.  
1.1 Mikroprocesor ARM LPC2378 
Jde o klasický 32-bitový mikroprocesor, přesněji mikrokontroler (dále jen MCU), 
s omezenou instrukční sadou (RISC), který je postavený na jádru ARM7TDMI-S. Jádro 
je vyvinuto společností ARM Limited. Tato společnost prodává licence pro jeho výrobu 
jednotlivým výrobcům polovodičů. Základní vlastnosti tohoto MCU jsou [18]: 
− Jádro ARM7TDMI (architektura ARMv4), běžící na frekvenci až 72 MHz 
− Paměť programu 512 kB on-chip flash s možností programování ISP (In-
System Programming) a IAP (In-Application Programming) 
− Paměť dat 32 kB SRAM pro všeobecné použití 
− Paměť dat 16 kB SRAM pro Ethernet nebo pro všeobecné použití 
− Paměť dat 8 kB SRAM pro USB nebo pro všeobecné použití 
− Sériové porty: Ethernet, USB 2.0, 4xUART, CAN, SPI, 2xSSP, 3xI2C, I2S 
− SD/MMC interface pro paměťové karty 
− 104 vstupně výstupních pinů pro všeobecné použití 
− 10-bit ADC, 10-bit DAC, 4xčítače pro všeobecné použití, blok PWM, RTC, 
Watchdog 
Jak je vidět, MCU disponuje širokou škálou možností. Tohoto se využívá i 
v předmětu MPOA. Studenti jsou zde seznámeni s možnostmi použití MCU s USB, 
RTOS a Ethernetem. 
1.2 Vývojová deska MCB2300 
Deska je osazena MCU LPC2378 a doplňkovými součástkami pro využití potenciálu 
těchto MCU. Jde zejména o integrovaný obvod realizující fyzickou vrstvu Ethernetu. 
Dále je deska osazena jedním textovým LCD panelem, několika LED diodami, 
tlačítkem, reproduktorem a všemi potřebnými konektory pro rozhraní. Rovněž nechybí 
vyvedení všech pinů MCU. Desky jsou napájeny přes USB port z PC nebo přes JTAG 
rozhraní. Možnost externího napájení zde není. Součástí desky je i tzv. prototyping area. 
Jde o oblast určenou pro uživatelskou modifikaci desky za účelem přizpůsobení desky 
pro další uživatelské periferie nebo zařízení. Toto je rovněž u některých desek využito. 
Tyto desky jsou pak určeny pro vývoj studentských projektů. Jako příklad některých 
nádstaveb určených pro připojení do této oblasti lze uvést: modul krokového motorku, 
modul bezdotykových tlačítek a nebo modul maticové klávesnice. 
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1.3 Programátor U-Link 
Jedná se o jednoduchý programátor/debugger od výrobce Keil™. Programátor se 
připojuje standardním USB konektorem k PC s obslužným softwarem (Keil™ uVision 
studio) a k cílovému MCU pomocí JTAG rozhraní. Celková rodina programátoru U-
Link obsahuje 3 varianty. Označení těchto variant je následující: ULINK-ME, ULINK2, 
ULINKpro. Tyto adaptéry jsou primárně určeny pro vývoj aplikací a jejich ladění. 
V laboratořích jsou adaptéry kategorie U-Link-ME. Tento konkrétní typ programátoru 
je přímo vyvinut pro některé vybrané vývojové desky. Základní vlastnosti adaptéru 
jsou:  
− podpora mikroprocesorů s jádry ARM7, ARM9 a Cortex-M 
− maximální rychlost JTAG 10MHz 
− Plug-and-Play ovladače pro Windows 
− integrovaný stabilizátor a převod napěťových úrovní z 5 V (USB) na cílových 
3,3 V (MCU) 
− nevyužívá žadné pomocné napájení 
1.4 Vývojové prostředí uVision  
Jde o softwarový nástroj od výrobce Keil™. Nástroj uVision je kombinací dvou 
základních programů pro styk s uživatelem: projekt manažer a textový editor. K těmto 
programům pak dále přibývají vnitřní skryté programy. Jde o překladač, podpůrné 
knihovny, debugovací nástroje a další podpůrné nástroje. Jako u většiny těchto nástrojů 
je i uVision připraven na plnou spolupráci s výrobky a produkty firmy Keil™. 
Z hlediska uživatelského rozhraní je pak samozřejmostí zpřehlednění kódů pomocí 
barevného značení, event možnost používat klavesové zkratky nebo konfigurovat 
některé klíčové vlastnosti cílového MCU pomocí přehledných dialogových oken.  
1.5 Knihovny pro práci s periferiemi  
Pro efektivní seznámení studentů s problematikou USB, Ethernet a RTOS jsou použity 
licencované knihovny. Všechny tyto knihovny jsou dodávány firmou Keil™. Použití 
těchto knihoven je naprosto nezbytné z hlediska usnadnění tvorby aplikací s danými 
periferiemi. Rovněž toto řešení nabízí možnost seznámit studenty s nutností využívání 
podpůrných nástrojů od jiných výrobců a firem. Studenti se tedy musí naučit, jakým 
způsobem pracovat s již existujícími knihovnami od jiného tvůrce. A také by měli 
pochopit, jakým způsobem je třeba vytvářet moduly, aby bylo možné je dále používat.  
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2 PŘEHLED EXISTUJÍCÍCH NÁSTROJŮ 
PRO VÝVOJ  
V této kapitole je základní popis nalezených vývojových nástrojů, z kterých byl dále 
sestavován celý vývojový řetězec. Důležité je upozornit, že některé z nástrojů byly 
objeveny v pozdější části vývoje a proto jsou zde uváděny spíše orientačně jako budoucí 
možnost nádstavby této práce. Z tohoto důvodu také vzniklo rozdělení podkapitol na 
SW a HW, kdy kapitola HW je pouze jedna a věnuje se možnosti náhrady stávajícího 
programátoru/debuggeru.  
2.1 SW – Překladače 
Základním stavebním kamenem této práce je překladač z jazyka C. Už v samotném 
zadání byl jasně vybrán Open-Source překladač GCC (GNU Compilers Collection). 
GCC je v dnešní době brán jako standardní překladač jazyků C, C++, Java, Fortran 
atd… do jazyka symbolických adres cílového MCU. Od svého vzniku se GCC neustále 
vyvíjí a díky tomu se stále rozšiřuje podpora nových MCU a jejich instrukčních sad. 
Podpora pro jádra ARM7 se začala objevovat s příchodem verze GCC 3.0.0. V dnešní 
době již existuje verze GCC 4.6.0 a podpora jader ARM7 je samozřejmostí.  
Pod pojem GCC se někdy řadí, ne zcela korektně, i další nutné nástroje pro vývoj 
jako jsou GDB (GNU debugger ), GNU ld (GNU linker) atd… 
Pochopitelně podstatnou částí této podkapitoly je otestování samotné schopnosti 
překladačů vygenerovat výstupní data. Pro základní testování byl použit následující 
kód: 
 
#include <stdio.h> 
 
int main (void) 
{ 
 int x=2; 
 if(x==2) 
 { 
  printf("Helo"); 
  x++; 
 } 
 else 
 { 
  printf("Ahoj"); 
  x--; 
 }  
 while(1); 
return(0); 
} 
 
Později byl kód lehce modifikován pro ověření schopností překladačů hledat 
syntaktické chyby (Errory) a některé varovné chyby (Warningy). 
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Ukázka testování projektů v příkazovém řádku je na Obr. č. 2. 
 
Obr. č. 2: Výpis z příkazové řádky při volání překladače 
2.1.1 Projekt GNUARM 
Projekt vznikl v roce 2004 jako snaha o vytvoření Open-Source vývojového řetězce pro 
MCU ARM. Projekt byl tvořen primárně pro systémy Linux, s postupným vývojem 
však rychle vznikla možnost použití i pod Windows a MacOs. Projekt je rovněž 
postaven na překladači GCC.  
Vývoj projektu GNUARM skončil koncem roku 2006. Během této doby bylo 
vydáno několik verzí. Poslední verze již používala GCC 4.1.1. Projekt byl poté ještě 
oživen snahou společnosti Amontec o další vývoj. Zde se skončilo v roce 2007. Tyto 
verze GNUARM již měly GCC 4.2.0.  
Celková koncepce projektu je velice členitá. Projekt nenabízí jen jeden soubor jako 
celkový komplet. Naopak se snaží nabídnout maximální volnost pro uživatele, který si 
z projektu může vybrat jen zajímavé části. Domovská stránka projektu je uvedena v [2].  
Součástí projektu GNUARM není žádný textový editor ani jiné pomocné nástroje. 
Kód byl napsán pomocí textového editoru PSpad. Překlad byl realizován na příkazové 
řádce. První úspěšný překlad byl proveden dne 22.2.2011. Další překlady byly 
testovány dále v průběhu práce až k datu 1.5.2011. 
Překladač pracoval s tímto základním kódem naprosto bezproblémově, byl schopen 
najít syntaktické chyby a označit je. Rovněž byl schopen kontrolovat kód podle různých 
norem. V tomto konkrétním případě bylo testováno kontrolování podle normy C99. 
Obrovskou výhodou tohoto projektu je dostupný manuál k překladači GCC[14] přímo 
na stránkách tohoto projektu [2]. Tento manuál velice dobře popisuje význam všech 
parametrů, které lze překladači předávat. Překladač zvládl všechny základní problémy a 
to i přesto, že GNUARM používá nejstarší verzi GCC ze všech zmíněných projektů. 
2.1.2 Projekt WINARM 
Projekt vznikl v roce 2005 jako snaha Martina Thomase postavit nástroj obdobný 
WinAVR. Pro dosažení tohoto cíle byl WinARM navržen pro použití na operačních 
systémech Windows bez jakýchkoliv dalších knihoven GNU systému (jako např. 
Cygwin). Další snahou bylo vytvoření celkového vývojového balíku. Díky tomuto má 
WinARM mnoho dalších pomůcek a součástí. Především se jedná o ukázky kódů, 
manuály k některým MCU a nápověda k samotnému WinARMu. 
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První oficiální verze vyšla v květnu roku 2005. Pro další označování verzí byl 
použit systém vytváření jmen s datem. Např. Verze WinARM vydaná 16. ledna 2006  je 
označena jako WinARM_20060116. S tímto systémem se lze setkat i u většiny 
ostatních projektů. Od prvního vydání byly časem uvolněny tři další, ve kterých došlo 
k změně GCC z verze 4.0.0 na 4.0.2. Verze GCC 4.0.2 byla použita již v roce 2006. 
Projekt se dále aktivně vyvíjel až do roku 2008, kdy vyšla poslední aktualizace balíku 
WinARM. Domovská stránka projektu je uvedena v [1]. 
Pro testování byla použita starší ověřená verze z oficiálních stránek autora. Jde o 
verzi 20060606. Součástí balíku WinARM je i jednoduchý textový editor s názvem 
Programer´s Notepad. Jde o poměrně šikovný editor s podporou zvýrazňování syntaxe a 
možnosti použití external tools. V této nabídce byla již od nainstalování možnost volání 
překladače GCC. Bohužel se nepovedlo ani jedno úspěšné spuštění překladu přímo 
z prostředí editoru.  
V další části testování byl zkoušen samotný překladač GCC. Zde nebyly žádné 
problémy, překladač byl volán z příkazové řádky a bez problému pokusný kód 
překládal. Rovněž nebyl problém s hledáním chyb (Warningy a Errory).  
2.1.3 Projekt YAGARTO 
Projekt YAGARTO (Yet Another GNU ARM Toolchain ) vznikl v roce 2006 jako 
snaha Michaela Fischera vytvořit nový vývojový nástroj, který by více autorovi 
vyhovoval. Základní požadavky byly:  
− spolupráce s IDE (Integrated Development Environment ) Eclipse 
− použitelnost pro systémy Windows bez nutnosti použití Cygwin  
− cenová dostupnost nástroje 
Jako jediný z projektů, které se zabývají použitím překladače GCC, je tento projekt 
stále aktivně vyvíjen. Poslední verze projektu byla uveřejněna v březnu 2011. Díky 
tomuto vývoji má projekt k dispozici nejnovější verzi GCC 4.6.0. 
Projekt je členěn do tří základních součástí. Nejpodstatnější je balík s GCC 
překladačem, GDB debuggerem a s knihovnami. Další částí je Eclipse CDT. Jde o 
vývojové prostředí určené přímo pro programování v C/C++. Tato část není vyvíjena 
tímto projektem, nýbrž tento projekt na schopnosti nástroje Eclipse navazuje. Posledním 
dílem je ovládací program pro programátor MCU. V autorově případě se konkrétně 
jedná o programátor J-Link a GDB server. 
Jednou z výhod tohoto projektu, na rozdíl od GNUARM a WinARM, je velmi 
detailní návod na instalaci a nastavení celého řetězce. Další výhodou je fakt, že tento 
projekt se jako jediný vyvíjí i nadále. Domovská stránka projektu je uvedena v [3]. 
Tento projekt byl testován kompletně včetně možnosti instalace prostředí Eclipse a 
nastavení podle návodu na domovské stránce projektu. Dále byl opět otestován překlad 
jednoduchého kódu a schopnost hledat syntaktické chyby překladačem. Zde byla 
použita nejnovější verze překladače GCC 4.6.0. Verze IDE Eclipse byla 3.6.2. 
Součástí návodu pro instalaci byl i ukázkový projekt pro MCU SAM7X256. 
Překlad tohoto projektu byl rovněž otestován a nevyskytl se žádný problém. Při 
testování schopností překladače hledat chyby rovněž nebyly žádné problémy. 
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Tento projekt byl označen jako nejlepší. Pro další testování je tedy nejvhodnějším 
kandidátem právě tento projekt. 
2.2 SW – RTOS a knihovny pro pokročilé periferie 
Další podstatnou částí této práce je hledání a zprovoznění ukázkových aplikací s daným 
MCU. V této podkapitole se jedná zejména o hledání složitějších aplikací: RTOS, TCP 
stack a USB ovladače. 
2.2.1 FreeRTOS 
V dnešní době se jedná o velice rozšířený RTOS s širokou škálou podporovaných 
MCU. Hlavním autorem projektu je Richard Barry. Autorovi se tímto projektem 
povedlo zavést skutečný standart pro Embeded aplikace. Jako nástavba FreeRTOS byly 
vydány navazující OpenRTOS a SafeRTOS, které jsou již komerční a disponují 
podporou USB, Ethernet. Jsou rovněž certifikovány pro safety-critical aplikace. 
V této práci se samozřejmě zaměříme pouze na část FreeRTOS. Projekt lze získat 
z oficiálních domovských stránek [4]. Spolu se zdrojovými kódy získáme i spoustu 
demoaplikací pro různé MCU a různá vývojová prostředí. Obrovskou výhodou je, že 
jedna z demo aplikací je pro MCU LPC2368 a IDE eclipse. Jedná se o ukázkový 
WebServer. Tato aplikace byla ihned upravena pro LPC2378 a otestována. Bohužel 
však neběžela. Pravděpodobně došlo někde k drobné chybě v úpravách. Projekt se tedy 
dostal jako nejvhodnější vzor do budoucího vývojového řetězce.  
2.2.2 uIP stack, Contiki Os, lwIP 
Jde o projekty od jednoho autora Adama Dunkelse ze Švedského institutu počítačových 
technologií (SICS). Autor se věnuje právě této problematice embeded systémů a 
možnosti realizace aplikací s ethernetem. Na tomto základu vydal několik knihoven 
TCP-Stacků s různými vlastnostmi. Jedním z prvních byl uIP, který má být zaměřen na 
co nejvyšší úsporu paměti RAM i ROM. Tento Stack je rovněž využit v demoaplikacích 
od FreeRTOS. Z tohoto důvodu je také vybrán jako nejvhodnější kandidát na propojení 
FreeRTOS a ethernetu.  
Další projekt lwIP se zaměřuje na zvýšení propustnosti TCP spojení. Toto ovšem 
pro tuto práci nemá podstatný význam.  
Poslední z projektů od tohoto autora je ContikiOs. Jde o operační systém postavený 
za účelem využití existujícího projektu uIP. RTOS obsahuje webový prohlížeč, grafické 
rozhraní atd… Tento projekt však rovněž není vhodný pro tuto práci. Domovská stránka 
autora, kde lze nalézt další informace a aktuality je [5].  
2.2.3 Ethernut 
Jde o stále se vyvíjející projekt, který je zaměřený na vývoj RTOS spolu s TCP 
Stackem. Projekt přímo podporuje celou řadu existujících vývojových desek. Celkově 
převažují produkty firmy Atmel. Tento projekt se jeví jako další možnost testování a 
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tvorby aplikací s ethernetem. Avšak v době, kdy byl započat tento vývoj, se již povedlo 
uspěšně zprovoznit první aplikaci na uIP. Oficiální stránky projektu jsou [6].  
2.2.4 lpcusb 
Tento projekt byl nalezen jako jeden z posledních. Autorem je Bertrik Sikken. Jeho 
domovská stránka je [7]. Poslední update byl však proveden v roce 2006 a jelikož vznik 
projektu se podle dokumentace datuje až v roce 2007, není nikde na stránkách odkaz na 
zdrojové kódy. Ty lze však nalézt na těchto stránkách [8]. 
2.3 SW – Vývojové prostředí 
Pro zjednodušení práce s celým vývojovým řetězcem je zapotřebí vytvořit i jednoduché 
a efektivní rozhraní mezi uživatelem (studentem) a samotným softwarem. Tuto funkci 
plní tzv. IDE (Integrated Development Environment). Jedná se obvykle o textový editor 
s nádstavbou pro správu projektů a možnostmi volání externích nástrojů. 
2.3.1 Eclipse 
Tato práce se od začátku zaměřila na jediný nástroj a tím je Eclipse. Tento nástroj 
je velmi rozšířený a od začátku disponuje mnoha užitečnými pomůckami, které lze 
v této práci využít. Dalším plusem bylo objevení nástroje YAGARTO, který rovněž 
využívá toto IDE. Díky tomu bylo zvoleno využití instalace Eclipse podle požadavků 
YAGARTA.   
2.4 SW – Debug nástroje 
V této podkapitole jsou krátce popsány některé projekty a nástroje, řešící problematiku 
debugování. Jedná se o softwarové nádstavby, potřebné pro možnost odlaďování 
aplikací s daným MCU. 
2.4.1 OpenOCD 
Tento projekt vznikl jako část diplomové práce na Univerzitě Aplikovaných Věd, FH-
Augsburg. Autorem je Dominic Rath. Projekt je šířen pouze jako balík zdrojových kódů 
bez jakýchkoliv spustitelných nástrojů. Projekt tedy sám o sobě neřeší celkovou 
problematiku debugování. Domovská stránka projektu je dostupná zde [9]. 
2.4.2 GDB  
Jde o součást GNU projektu zaměřujícího se na podporu debugování. Jde o velice 
obecný nástroj pro debugovaní na širokém spektru MCU. Obdobně jako OpenOCD 
spíše nabízí základ, na kterém lze vystavět podporu pro konkrétní řešení. Domovská 
stránka projektu je zde [10]. 
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2.4.3 Další projekty a nadstavby OpenOCD 
Jelikož oba předcházející nástroje jsou značně obecného charakteru, nebylo příliš 
vhodné se jimi zabývat detailněji. Jako možné řešení debugování byly hledány další 
projekty, které by byly na některém z těchto projektů postaveny. Jelikož však možnost 
debugování nebyla přímo požadována zadáním práce, nebylo investováno mnoho času 
pro hledání těchto projektů. Jediným projektem, který vypadal použitelně, byl 
OpenJTAG autora Rubena Seleca. Domovské stránky tohoto projektu jsou [11]. 
2.5 HW – Programátory a debuggery 
Stejně jako předcházející kapitola i tato vznikla až v pozdější části práce. Podnětem 
byla nutnost využití Keil uVision studia pro účely programování cílového MCU. 
Jelikož v samotném zadání se předpokládalo využití stávajícího hardwaru, vznikl 
zde zásadní problém. Jelikož vývoj nového programátoru by byl silným a zejména 
časově náročným odbočením od tématu práce, jsou zde jen v krátkosti uvedeny některé 
existující amatérské nebo poloprofesionální nástroje. Vhodné je rovněž poznamenat, že 
z hlediska účelnosti je cena HW programátoru značně menší než cena softwaru.  
2.5.1 J-LINK 
Jde o jeden z dražších a lépe podporovaných programátorů. Programátor vyvinula firma 
SEGGER Microcontroller a pro připojení k cílovému MCU využívá rozhraní JTAG. 
K PC se programátor připojuje přes USB. Na tomto PC je pak třeba spustit GDB server, 
přes který by se mělo přistupovat k programátoru. Rovněž je vhodné poznamenat, že 
firma vyvíjí i další modifikace na bázi J-LINKu. Cena tohoto programátoru se pohybuje 
kolem 7000 kč.  
2.5.2 Amontec High-Speed JTAGkey2 
Jde o miniaturní programátor od firmy Amontec, který existuje v několika 
modifikacích. Cena jednotlivých modelů se pohybuje v rozmezí 75 až 130 euro (2000 -
 3000 kč). K programátoru existují volně dostupné ovladače a řídící programy na PC, 
které lze ovládat přes příkazový řádek. Rovněž se zde vyskytuje spousta ukázek 
nastavení a použití programátoru s různými softwarovými nádstavbami. Výhodou je 
rovněž možnost debugování pomocí OpenOCD.  
2.5.3 ARM-JTAG,ARM-USB-OCD atd… 
Jde o skupinu několika různých programátorů od firmy Olimex. Ceny těchto 
programátorů se pohybují od 15 do 100 euro. Programátory se mezi sebou liší podporou 
softwaru a rozhraními. Dražší verze, využívající USB rovněž nabízí i možnost 
debugování.  
2.5.4 JTAG wiggler a jeho klony 
Jde o velice jednoduchý programátor, který po hardwarové stránce realizuje pouze 
převod úrovní mezi paralelním portem PC a JTAG rozhraním MCU. Schéma lze 
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v mnoha obměnách najít na různých internetových stránkách. Nevýhodou je zde nutnost 
paralelního portu. Cena tohoto programátoru při vlastní stavbě by neměla přesáhnout 
cenu několika málo stokorun.  
2.6 Zhodnocení projektů a prvotní návrh řetězce 
Poslední podkapitola je krátkým shrnutím všech projektů a je zde proveden první návrh 
vývojového řetězce. Rovněž je zde tento návrh podpořen základními úvahami, které 
byly v této části práce aktuální.  
Před samotnou realizací byly zkoumány možnosti propojení jednotlivých bloků, 
které již byly nalezeny a měly k sobě nějaké informace. Prvním krokem by mělo být 
využití IDE Eclipse. Dále bude připojen překladač, jako první bude zkoušen 
YAGARTO. Po vytvoření tohoto spojení bude třeba otestovat výstupní soubory. Pokud 
budou správné a poběží na cílovém MCU, bude třeba dodělat propojení mezi Eclipse a 
programátorem. Dále pak bude potřeba vytvořit základní ukázkové projekty pro práci 
s prostředím Eclipse. Jako poslední část pak přijdou projekty realizující jednotlivé 
aplikace, které odpovídají zadáním ze cvičení v předmětu MPOA. 
 Při realizaci prvotního řetězce vznikl zásadní problém v nemožnosti obsluhovat 
stávající programátor U-Link bez uVision studia. Vznikla otázka, zda má cenu věnovat 
více času vývoji nové metody programování MCU anebo se soustředit na další 
požadavky zadání. Jelikož cenově je mnohem jednodušší nahradit programátory U-Link 
než nahrazovat celé SW vybavení, dostal vývoj metody programování MCU jen malou 
prioritu. Naopak zbývající části, zejména knihoven a ovladačů, dostaly větší význam. 
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3 DOKUMENTACE VÝVOJE GCC 
ŘETĚZCE 
Tato kapitola je hlavní částí práce a snaží se dokumentovat průběh samotné práce a 
tvorby vývojového řetězce. Členění kapitoly na podkapitoly se snaží co nejlépe sledovat 
časovou osu řešení problémů. Je však důležité poznamenat, že většina problemů byla 
řešena souběžně a problémy se tak překrývaly. Díky tomu se některé poznatky v práci 
vyskytují dříve, než popis jejích samotného objevení.  
3.1 Ověření možnosti propojení překladače a Eclipse 
Prvním krokem k vytvoření řetězce bylo integrování funkce překladače do prostředí 
Eclipse. Zde byla obrovská výhoda existujícího návodu z projektu YAGARTO. Toto 
spojení se ověřilo a fungovalo naprosto bezchybně. Jako další krok se zde rovněž 
ověřila možnost použití jiného překladače než YAGARTO. Opět zde nebyly větší 
problémy.  
Projekt YAGARTO disponoval celkovým návodem a jako jediný byl v této době 
stále aktivně vyvíjen. Proto byl zvolen jako první kandidát. Popis nutných kroků pro 
uspěšné nainstalování prostředí eclipse a překladače YAGARTA lze získat z oficiálních 
stránek YAGARTA [3].  
3.2 Přidání možnosti programování cílového MCU v Eclipse 
V této podkapitole je dokumentováno, jak probíhal vývoj možnosti programovat cílový 
MCU přes Eclipse. Je důležité poznamenat, že v tuto dobu už byl vytvořen velice 
jednoduchý projekt schopný generovat výstupní soubory. Tyto soubory mohly být ve 
formátu .hex nebo .bin. Byly použity tzv. Intel Hex. 
3.2.1 Testování využití U-Linku 
Jako první varianta byla samozřejmě řešena možnost využití stávajícího hardwarového 
řešení. Tím je programátor U-Link. Nejprve bylo zjišťováno, jakým způsobem probíhá 
komunikace s programátorem. Zde se však objevil zásadní problém. Přístup k U-Linku 
z obslužného PC není možný. Bylo zjištěno, že komunikace mezi PC a programátorem 
používá nějakou variantu kódování a je chráněna autorskými právy. Proto nebylo dále 
zjišťováno, o co přesně se jedná. 
V krátké návaznosti na toto zjištění byl objeven článek na oficiálním diskuzním 
fóru Keil [21], kde byl řešen obdobný problém. Výsledkem zde bylo, že pro korektní 
programování MCU lze použít U-Link spolu s Evaluační verzí programu uVision 
studio. V samotné diskuzi bylo poukázáno na jisté omezení z hlediska licence. Dle 
příspěvků je tato Evaluační verze časově omezena a není možno ji využít pro tvorbu 
komerčních produktů. Tyto příspěvky však byly datovány v roce 2010. V době, kdy 
bylo toto zjištěno (10-2011), již na oficiálních stránkách tato omezeni nebyla nalezena. 
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Dle licenčních podmínek, které byly v tuto dobu aktuální, neexistovalo žádné omezení, 
znamenající závažný problém. Oficiální znění podmínek je uvedeno v elektronické 
příloze.  
Jako možné řešení se tedy jevilo použití Evaluační verze programu uVision pouze 
pro účely programování. Jediným nedostatkem tohoto řešení může být v budoucnu 
změna licenčních podmínek pro tyto omezené verze uVision studia a tudíž znemožnění 
tohoto řešení. 
Jelikož tento problém byl odhalen poměrně pozdě a práce v tuto dobu již řešila i 
další problematiku, bylo rozhodnuto použit prozatím toto řešení, kdy software uVision 
studia bude využit jen v omezené licenci jako obsluha programátoru.  
Návod pro propojení prostředí Eclipse s uVision studiem je v příloze A.2. 
3.2.2 Utilita Flash Magic 
Další možností programování cílového MCU je použití nástroje Flash Magic. Jde o 
nástroj určený přímo pro programování MCU od výrobce NXP a podporuje daný MCU 
LPC2378.  
Programování MCU probíhá přes sériovou linku nebo Ethernet. Jde o ISP (In-
System Programing), využívájící vnitřní bootloader, který se nachází v horních 8 kB 
flash paměti. Tato pamět je chráněna proti smazání. Toto tedy zaručuje možnost vždy se 
dostat do známého stavu. Pro vstup do ISP programování je třeba na piny MCU přivést 
vstupní podmínku. Ta je deklarována jako nízká úroveň napětí na pinu P0.14 v době 
restartu MCU.  
Jelikož vývoj v této části práce probíhal na PC bez COM portu, byl využit 
převodník USB – COM. Toto řešení však nefungovalo správně. Po detailním 
prostudování aplikačních poznámek souvisejících s touto problematikou bylo zjištěno, 
že pro uvedení MCU do režimu bootloaderu se využívají další piny COM portu, které u 
levných převodníků USB – COM nejsou zapojeny. Na základě tohoto zjištění bylo 
otestováno programování na PC s plnohodnotným COM portem. Zde se již 
naprogramování povedlo. 
Postupně byly testovány možnosti utility. Největším nedostatkem byla nízká 
rychlost COM portu. Tato rychlost je sice volitelná, avšak při testování MCU nepoznalo 
rychlost vyšší než 14400 bd. Pokud se ovšem má touto rychlostí programovat celá 
pamět, je tato operace časově dosti náročná. Vymazání celé paměti 512 kB a nahrátí 
nového image ( soubor s kódem aplikace ) trvá asi 2 minuty. Jelikož pro vývoj této 
práce by se jednalo o značné zdržení, bylo i nadále používáno řešení s uVision studiem. 
I přesto však bylo vytvořeno řešení využívající tuto utilitu. Pro urychlení testování 
tohoto spojení byl použit jen krátký zdrojový kód (asi 1 kB), aby bylo urychleno 
programování. Díky tomuto byla objevena nová možnost programování. Při správném 
nastavení mazacího procesu dojde jen k smazání té části paměti, která bude používána 
novým kódem. Toto řešení dokázalo velice rychle nahrát tento malý zdrojový kód.  
Postupně však byly nalezeny nedostatky tohoto řešení. Prvním nedostatkem je 
skutečnost, že v paměti zůstane předchozí kód a pokud nová aplikace odskočí do této 
oblasti paměti, není jasné, co se stane. Toto může vést i k závažným problémům. 
Dalším nedostatkem je fakt, že větší projekty (RTOS, Ethernet) generují image o 
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velikosti i více než 100 kB. Takovýto soubor se opět bude nahrávat dlouho. Poslední 
nedostatek, který se objevil postupem času při testování, bylo nezvyklé chování po 
doprogramování MCU. Někdy došlo k tomu, že MCU nezačal pracovat správně a 
program třeba nesprávně inicializoval LCD. Samozřejmě stačilo MCU restartovat 
tlačítkem na desce a aplikace již běžela korektně. Přesto však předložit takovéto řešení 
všem studentům není zcela vhodné.  
Jako poslední možnost této utility se nabízí programování přes ethernet. Toto 
programování by bylo jistě rychlé, avšak pro jeho správnou činnost je nejprve potřeba 
do MCU nahrát druhý bootloader. Zde by pak mohla vzniknout spousta nedostatků. 
Samotný bootloader by nebyl chráněn proti přepsání, bylo by třeba řešit problematiku 
stejných MAC adres všech desek a v neposlední řadě také otazku jak potom realizovat 
aplikace s ethernetem. 
Návod pro propojení utility FlashMagic a Eclipse je uveden v příloze č. A.3. 
Domovskou stránku utility, spoustu užitečných rad a aplikační poznámky lze nalézt 
[12]. Některé užitečné rady lze hledat i v aplikačních poznámkách přímo k LPC2378 na 
stránkách výrobce [13]. 
3.2.3 Použití jiného programátoru 
Jako poslední řešení problematiky programování MCU se nabízí použití jiného 
programátoru než U-Link nebo vývoj nového programátoru. Jelikož celkový vývoj by 
byl jistě značně náročný a není jisté, zda by měl opravdový přínos, byla zkoumána 
pouze možnost nahradit programátor U-Link jiným již existujícím programátorem. 
Bylo nalezeno několik variant existujících programátorů v cenové hladině od 
1000 kč do 7000 kč. Tyto programátory jsou popsány krátce v předchozí kapitole.  
3.3 Tvorba základního projektu  
Tato podkapitola dokumentuje vytvoření prvního vzorového projektu pro nejzákladnější 
aplikace. Např. rozsvícení LED diod. Smyslem bylo zejména ověřit co nejdříve 
možnost fungujícího kompletního řetězce. A v další řadě připravit podklad pro další 
tvorbu aplikací. 
První verze tohoto projektu byla postavena na základě předloh z demoaplikací od 
FreeRTOS, YAGARTO a Keilu. Základními soubory pro vytvoření funkčního kodu, 
(tež označováno jako Image), jsou: 
-soubor s mapou paměti 
-soubor se samotným kódem 
Jelikož se však jedná o velice pokročile MCU, je vhodné projekt rozčlenit na více 
elementárních souborů, kdy každý jeden obsahuje pouze část přesně specifikovaných 
údajů. V tomto případě se tedy jednalo o tyto soubory: 
-soubor s mapou paměti (lpc2378.ld) 
-soubor s definicemi adres registrů MCU (lpc23xx.h)  
-soubor s zaváděcím kódem (startup.s) 
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-soubor s kódem samotné aplikace (main.c) 
-soubor se skriptem řídícím vygenerování výstupního souboru (makefile) 
Pro tento první projekt byl soubor lpc23xx.h převzat z oficiálních stránek výrobce. 
Soubor lpc2378.ld byl převzat z demoaplikace od FreeRTOS pro MCU LPC2368. 
Tento soubor byl prostudován a byly zkontrolovány definice rozsahů pamětí. Jelikož 
obě MCU mají stejné adresní rozsahy, nebylo třeba jej dále upravovat. Soubory 
startup.s a makefile byly převzaty nejprve z demoaplikací od FreeRTOS. Tyto soubory 
byly dále upraveny pro toto použití. Soubor main.c byl prozatím napsán jako obyčejné 
rozsvícení části LED diod. 
Po vytvoření této struktury souborů bylo testováno volání nástrojů pro překlad. Zde 
se objevilo poměrně dost drobných problémů s adresářovou strukturou a s úrovněmi 
v těchto adresářích. Tyto problémy se však poměrně brzy podařilo odhalit a napravit. 
Jednalo se o dva základní problémy: umístění souboru makefile mimo pracovní adresář 
projektu v Eclipse a špatné relativní nebo absolutní cesty k ostatním souborům. Na 
základě těchto zkušeností byl vytvořen jednotný vzor stromové struktury souborů a 
složek pro všechny budoucí projekty. Dvě ukázky těchto stromů jsou uvedeny v příloze 
B.1 a B.2 s doplňujícími vysvětlivkami.  
3.4 Realizace jednoduchých aplikací 
V této podkapitole je dokumentována samotná tvorba aplikací pro MCU. U úloh, které 
odpovídají zadáním cvičení v předmětu MPOA je rovněž součástí tvorby projektu i 
vytvoření návodu na realizaci této aplikace. Jelikož zadání pro tyto úlohy je převzato 
z minulých let, byla i tvorba návodů postavena na návodech z minulých let. Návody 
z roku 2011-2012 lze nalézt na elektronické příloze, stejně tak pak nové návody. Nové 
návody jsou rovněž uvedeny i na konci v příloze D.  
Všechny tyto nové návody vychází z jejich předchůdců a značná část návodů je 
stejná. Celkově byla v práci snaha minimalizovat rozdílnost mezi starými a novými 
návody a aplikacemi. Toto by mělo v závěru zjednodušit možnost porovnávání. 
3.4.1 Ovládání GPIO pinů 
První aplikací bylo obyčejné rozsvícení LED diod za účelem ověření funkčnosti celého 
vývojového řetězce. I přes jednoduchost této úlohy se již zde objevily první problémy 
na úrovni zdrojových kódů.  
První kód neběžel vůbec správně. Jelikož většina souborů byla převzata, bylo nutné 
všem souborům detailně porozumět, zkontrolovat je a odhalit chybu. Postup řešení byl 
následující: Nejprve byla zajištěna dokumentace obsahující instrukční sadu procesorů 
ARM7TDMI. Tato dokumentace je k dispozici v elektronické příloze a lze ji najít pod 
[15]. Pro neznaléno člověka, může být systém značení procesorů rodiny ARM matoucí. 
Je důležité rozlišovat mezi dvojím značením: verze jádra a verze architektury 
(instrukční sady). Verze jádra našeho MCU je ARM7TDMI, naproti tomu verze 
architektury je ARMv4. Po získání potřebné dokumentace byl napsán kód v jazyce 
symbolických adres (dále jen Asembler), který měl za úkol rozsvítit dané LED diody. 
 16 
Tento kód již fungoval a byla tedy úspěšně ověřena správnost části řetězce, která je 
zodpovědná za programování MCU.  
Na základě těchto zjištění lze jednoznačně určit, že chyba je v zdrojových kódech 
v jazyce C. Jako další krok bylo otestováno nastavení různých úrovní na pinech MCU. 
Zde došlo k dalšímu průlomu, při změně v zdrojovém kodu došlo občas k vygenerování 
výstupního souboru, který pracoval správně. Zdálo se, jakoby někdy došlo k zápisu do 
příslušného registru a jindy ne.  
Po detailní analýze bylo zjištěno, že tato teorie je správná. A některé vygenerované 
kódy neuloží zadané hodnoty do zadaných registrů. Důležité však je, že tyto stavy 
naprosto nezávisí na žádných okolních jevech (Reset, Teplota, Napětí Ucc). Bylo 
jednoznačně určeno, že jde o nedostatek v překladu. Po delší době bylo zjištěno, že 
problém byl v zápisu souboru lpc23xx.h a v deklaraci adres registrů. Pro ilustraci je zde 
uveden příklad: 
 
(*(volatile unsigned long *) 0x3FFFF050 ) = 0x000000FF; /*správně*/ 
 
(*(unsigned long *) 0x3FFFF050 ) = 0x000000FF; /*špatně*/ 
 
Oba zápisy by měly uložit na adresu 0x3FFFF050 hodnotu 0x000000FF. Druhý 
zápis však někdy překladač GCC přeloží špatně. Respektive při linkování dojde 
k změně hodnot a výsledný kód je chybný. Přesný vznik této chyby nebyl zjištěn a je 
možné, že odstranění chyby lze provést změnou nastavení GCC. 
Na základě této vlastnosti je třeba zkontrolovat, zda je soubor skutečně definován 
správně. Tato kontrola byla provedena a přidaný soubor k projektu již plně odpovídá 
tomuto požadavku GCC. 
3.4.2 Aplikace driver LED 
Další aplikací byla již první úloha podle oficiálních zadání úloh v předmětu MPOA. 
Jedná se o jednoduchý driver pro LED diody. Tato úloha je velice jednoduchá a její účel 
není v tvorbě jednoduchého kódu, ale v seznámení se s vývojovým prostředím a s prací 
v tomto prostředí.  
V tomto případě se jedná o seznámení se s organizací adresářů a souborů 
(příloha B.1 B.2) a s principem souboru makefile. Důvodem proč je třeba pochopit 
alespoň některé úseky souboru makefile je nutnost modifikovat jej s každým přidaným 
zdrojovým kódem *.c nebo *.s. Samozřejmě, že veškeré aplikace v této práci mají 
makefile napsaný přesně odpovídající jejím souborům. Avšak v případě, že se student 
rozhodne nějaký soubor přidat, je třeba příslušně upravit i soubor makefile.  
Poznámka 1: V makefile jsou dvě sekce zdrojových kódu: ARM a THUMB. Tyto 
sekce určují, jaka instrukční sada bude použita při překladu. 
Poznámka 2: Úpravování a seznamování se s souborem makefile bylo nakonec 
vypuštěno. Po konzultaci s několika studenty bylo zjištěno, že tato část je značně 
matoucí.  
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Původní obsah makefile: 
 
# seznam zdrojovych souboru projektu 
THUMB_SOURCE= \ 
  main.c \ 
  ADC/adc_drv.c \ 
 
Obsah po přidání dalšího modulu kbd_drv.c: 
 
# seznam zdrojovych souboru projektu 
THUMB_SOURCE= \ 
  main.c \ 
  ADC/adc_drv.c \ 
  KBD/kbd_drv.c \ 
 
V dalších požadavcích této úlohy je již využití LCD displeje. Jelikož se jedná o 
běžný displej na bázi obvodu HD 44780, není příliš efektivní snažit se napsat celý 
ovladač znovu. Knihovny, řešící tento ovladač, se v hojném počtu vyskytují i ve formě 
volně dostupné. Zde byla použita knihovna od autorů Petera Fleuryho, Tomáše Frýzy a 
Thomase Breininga. Ovladač byl převzat z materiálů předmětu BMPT [22]. V tomto 
předmětu je ovladač upraven pro běh na MCU AVR Atmega16. Z tohoto důvodu byly 
provedeny nutné konfigurační změny pinů.  
Poté byl ovladač otestován a bylo zjištěno, že inicializační funkce LCD displeje 
v případě opakovaného volání způsobí chybu v komunikaci a displej se dostane do 
chybného stavu. Z tohoto důvodu byla inicializační funkce kompletně přepsána 
podle [17]. Zároveň byly pozměněny i funkce pro vytvoření zpoždění. 
Dokumentace obsahující popis této aplikace jako úlohy v předmětu MPOA je 
uvedena v příloze D.1. Projekty s hotovou aplikací i s předlohou pro studenty lze nalézt 
v elektronické dokumentaci.  
3.4.3 Aplikace stavový automat 
Z hlediska této práce se jedná o jednoduchou úlohu. Cílem by mělo být vytvoření 
stavového automatu a víceúlohové aplikace. Pro realizaci této úlohy je již nutné mít 
připraven ovladač realizující funkci systémového časovače. Tato realizace byla 
v původních cvičeních postavena na vnitřním čítači-časovači MCU. Ovladače pro tuto 
periferii lze nalézt i na stránkách výrobce [13]. Při porovnání zdrojových kódů je vidět, 
že stávající řešení je nádstavbou těchto ukázek od výrobce. Jelikož tyto kódy nejsou 
omezeny žádnou licencí, bylo rozhodnuto použit je i zde.  
Pro obsluhu čítače je třeba použít dvou samostatných modulů *.c. Jde o soubor 
obsluhující samotný čítač a soubor starající se o VIC (Vectored Interrupt Controller). 
Jelikož jádro ARM7 má pouze dva externí vstupy pro přerušení, je třeba použít 
mezičlen vyhodnocující všechna přerušení a spolupracující s MCU. Tímto článkem je 
právě VIC. Detailní popis funkce lze nalézt v katalogovém listu MCU [18].  
Oba tyto soubory byly převzaty a zakomponovány do projektu aplikace. Objevilo 
se však několik chyb. Původní soubory využívají makra a definice pro kompilátor od 
 18 
firmy Keil. Tyto makra samozřejmě pod GCC nejsou definována. Bylo třeba tedy 
soubory příslušně modifikovat.  
Postup změn byl následující: Nejprve byly ze souborů odstraněny všechny 
nedefinované makra. Dále byla nastudována funkce bloku VIC. Poté byla otestována 
funkce inicializace VIC. V důsledku tuto funkci není třeba používat, jelikož realizuje 
pouze uvedení VIC do stejného stavu jako je stav po resetu MCU. Dalším krokem bylo 
ověření funkce pro nadefinování přerušení. Pro lepší popis je zde Obr. č. 3 a popis 
funkce VIC. Na obrázku je symbolicky zobrazeno, jakým způsoben blok VIC funguje a 
jak se k němu programově přistupuje. 
 
Obr. č. 3: Zjednodušené schéma VIC jednotky 
Pro znázornění principu činnosti je zde krátký úsek kódu v ASM, který je nutno 
vložit do souboru pro zavádění kódu (startup.s).   
 
0x0000 0000 LDR PC, Reset_Addr  ;Reset 
0x0000 0004 LDR PC, Undef_Addr  ; 
0x0000 0008 LDR PC, SWI_Addr  ;Software IRQ request 
0x0000 000C LDR PC, Pabt_Addr  ; 
0x0000 0010 LDR PC, Dabt_Addr  ; 
0x0000 0014 NOP     ;reserved 
0x0000 0018 LDR PC, [PC, #-0x0120] ;IRQ request 
 
 
Při příchodu přerušení jednotka VIC (3) vyhodnotí toto přerušení a provede 
současně dvě operace. Pošle signál IRQ do jádra MCU a zároveň podle přerušení, které 
 
IRQ 
FIQ 
Jádro  
ARM7 
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Řídící logika 
VectAddr1 
VectAddr2 
VectAddr3 
VectAddr31 
0xFFFF FF00 
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IRQ 31 
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4 
Řídící registry jednotky VIC 
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přišlo „přepne“ přepínač (multiplexor) (1) do příslušné polohy a nahraje údaj 
příslušného registru (2) do registru jádra (4). Tento registr jádra leží na pevně známé 
adrese 0xFFFF FF00. Jakmile jádro obdrží signál IRQ, dojde ke skoku na adresu, která 
je v interním vektoru přerušení jádra pevně nadefinovaná jako 0x0000 0018. Na této 
adrese je uložena instrukce: 
 
0x0000 0018 LDR PC, [PC, #-0x0120] ;IRQ request 
 
Zde je však podstatné uvědomit si, že jádro ARM7 používá 3 stupňový pipelining. 
Z tohoto důvodu dojde k vykonání instrukce až za další dva takty. V tuto chvíli však 
nebude obsah PC 0x0000 0018, ale 0x0000 0020 !!! Vykonání instrukce doslova 
relizuje toto: vezme aktuální hodnotu PC (Program Counter) a odečte od ní konstantu 
0x0120 v režimu modulo 32bit.  
0x0000 0020 – 0x0000 0120 = 0xFFFF FF00   
Tento výsledek (0xFFFF FF00) pak použije jako ukazatel do paměti a zkopíruje 
data z této adresy (0xFFFF FF00) do PC. Jak již bylo zmíněno, na této adrese již leží 
data z VIC, která mohou ukazovat kamkoli v paměťovém rozsahu MCU.  
Vykonáním této instrukce tedy MCU skočí na adresu, která je uložena v registru 
VectAddrX (2) od příslušného přerušení. 
Poznámka 1: Je nutno si uvědomit, že paměťový rozsah 0x0000 0000 až 
0x0007 FFFF je technologicky pamět flash. Naopak rozsah 0xFFFF F000 až 
0xFFFF FFFF není standardní paměť ale jedná se o speciální registry, které jsou 
přístupny na společné paměťové sběrnici. V důsledku tedy přesuny v paměti v rozsahu 
0xFFFF Fxxx nejsou přesuny v paměti flash. Naopak přesuny v rozsahu 0x0000 0000 
až 0x0007 FFFF by byly přesuny v paměti flash. Proto je třeba použít zde popsané 
řešení. 
Poznámka 2: Většina programátorů, kteří pracují zejména s úrovňově vyššími 
jazyky, nemá přesnou představu, jakým způsobem probíhá volání funkcí a předávání 
nebo vrácení hodnot. Zde je však pro další pochopení nutné vědět alespoň následující: 
- Pokud si vytvořím funkci v jazyce C, její jméno je principiálně to stejné jako její 
adresa (pomineme-li optimalizace, jako např.: in-line) 
- Pokud chci zjistit adresu některé funkce, lze použít operátory jazyka C (&, *) 
 
long x; 
x = (long)&main; //ulozi adresu funkce main do promene x 
 
- Pokud chci funkci zavolat, mohu použít klasické volání nebo zjistit adresu funkce 
a tu předat do PC MCU 
Poznámka 3: V ISR nepoužívat proměnné static!!! 
Poznámka 4: ISR musí být překládáno pomocí instrukční sady ARM, ne Thumb !!! 
Pro ověření správnosti funkce, která zavádí přerušení bylo třeba ověřit, zda dochází 
k správnému plnění registrů VIC. Postupně bylo zjištěno, že všechny registry jsou 
naplněny správně. Chyba tak vzniká až v ISR (Interupt service routine), tedy v části 
kódu pro obsluhu přerušení. Jako teoretický koncept chyby bylo předpokládáno, že 
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překladač musí mít označenu funkci realizující ISR.  
Na základě tohoto předpokladu bylo hledáno řešení. Po nalezení několika 
ukázkových kódů byla nalezena i konkrétní informace přímo v dokumentaci GCC [14]. 
Podle těchto informací byly přepsány prototypy ISR funkcí tak, aby odpovídaly 
požadavkům GCC. Správně zapsaný prototyp ISR vypadá takto: 
 
static void IRQHandler (void) __attribute__ ((interrupt("IRQ"))); 
 
Zbývající část této aplikace již byla bezproblémová a dokumentace, obsahující 
návod k této úlohze je v příloze D.2.  Zdrojové projekty s hotovou aplikací i s předlohou 
pro studenty lze nalézt v elektronické dokumentaci. 
3.4.4 Aplikace s UART, bez RTOS 
Další úloha v předmětu se zaměřuje na komunikaci přes rozhraní UART. V dřívějších 
variantách cvičení byly použity ovladače přímo od výrobce. Tyto ovladače lze získat 
bezplatně na stránkách výrobce [13], díky tomuto je lze využít i pro tento projekt. 
Důležité bude ověřit, zda je kód vhodný i pro překladač GCC. Na základě některých 
zjištění bylo již dopředu jisté, že bude třeba kód alespoň částečně poopravit. 
Do základního projektu byly postupně přidány jednotlivé ovladače a následně i 
nový ovladač pro UART. Nejprve byly přepsány prototypy ISR, aby odpovídaly 
požadavkům GCC. Poté již byly postupně testovány jednotlivé funkce ovladače. 
Nejprve byla realizována jednoduchá aplikace, která odesílala konstantní sekvenci 
znaku na UART. Toto bylo ověřeno příjmem na PC. Dále se ověřovaly funkce pro 
příjem znaků. Byla napsána jedna funkce, která vracela kompletní buffer. Tato funkce 
pracovala správně, avšak zpracování jejího výstupu bylo poměrně náročné, proto byla 
použita původní funkce z ovladače. Tato funkce vrací pouze jeden znak z bufferu. Po 
ověření správnosti těchto funkcí byl již napsán program, který odpovídal zadání 
příslušného cvičení. Jelikož se zde nevyskytly žádné atypické problémy, program mohl 
být teměř naprosto shodný s programem, který je použit jako kostra v původních 
cvičeních. Dokončený program byl poté prakticky ověřen, vše pracovalo správně. 
Ještě před úplným dokončením této úlohy vznikla teoretická úvaha o problematice 
příchodu přerušení v době vykonávání kritických sekvencí programu. Pokud je program 
v ISR, dojde k automatickému zakázání všech přerušení. Naopak, pokud je program 
jinde, při příchodu přerušení se zachovají všechny pracovní registry na zásobníku a 
proměnné drží své hodnoty a místo. Otázkou je však, k čemu dojde pokud program 
zrovna zpracovává proměnnou obsahující buffer UARTu a dojde k přerušení od 
UARTu z důvodu příchodu nového znaku. Tento nový znak se pak můsí zapsat do 
stejné proměnné, do které přistupuje běžící funkce. 
V úvahu přichází dvě možnosti jak tento problém vyřešit. Buď použít proměnnou 
realizující kruhový buffer, kdy funkce ISR přistupuje k „hlavě“ bufferu a vyčítací 
funkce přistupuje k „ocasu“ bufferu. Nebo druhá možnost napsat funkce, umožňující 
dočasně zakázat přerušení. Jak se vzápětí ukázalo, ovladač používaný v cvičeních 
skutečně používal metodu kruhového bufferu. Na rozdíl od původního ovladače od 
výrobce ve verzi 1.00, kde funkce pro vyčítání z UARTu nebyla. Tato funkce byla 
dopsána, avšak takovým způsobem, že vyčítala z konce bufferu. Toto řešení nebylo tedy 
příliš kvalitní. Na základě těchto zjištění byla aplikace předělána na použití kruhového 
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bufferu obdobně jako varianta z cvičení. Bohužel však chyběla jakákoliv dokumentace 
těchto úprav. Není tedy jasné kdo a kdy je provedl. 
Jelikož byla již načata problematika přerušení a systém přerušení byl studován i 
dříve, bylo rozhodnuto dodělat nové funkce pro možnost zakázání a povolení přerušení, 
pro případ že by se opět řešila podobná problematika.  
Pro ověření správnosti těchto funkcí byl vytvořen nový program, jeho hlavní část 
vypadala takto: 
 
 timer_init(TIME_INTERVAL_ms(1000));  
 disable_irq(); 
 FIO2PIN = 0xf0; 
 while(1); 
 
Ve funkci pro obsluhu přerušení časovače byl doplněn následující kód: 
 
FIO2PIN = 0xef; 
 
V případě, že tedy funkce disable_irq() skutečně vypne přerušení, rozsvítí se pouze 
horní polovina LED. V případě, že se přerušení nevypne, dojde po vteřině  k rozsvícení 
teměř všech diod. 
Na základě tohoto kódu pak byla vytvářená funkce pro vypnutí přerušení. Jak se 
ukázalo, jde o velice jednoduchý úkon, avšak jeho realizace je poměrně složitá. Pro 
správné napsání funkce je třeba znát následující: 
− Globální IRQ flagy jsou v CPSR (Current Program Status Registr) 
− Přístup k tomuto registru je pouze přes speciální instrukce MSR, MRS 
− Flag IRQ je na mistě 7 bitu, flag FIQ je na 6 bitu 
− Vynulování(vypnutí) se provede zápisem logické 1!!! 
− Pro maximální efektivitu je třeba, aby funkce byla In-Line 
Na základě těchto znalostí se výsledný kód vytváří mnohem jednodušeji. Jelikož 
všechny tyto informace na začátku nebyly, bylo třeba se k ním postupně dostat. 
Výsledný kód potom vypadá takto: 
Samotná funkce: 
 
inline void disable_irq() 
{ 
 long b; 
 __asm__ __volatile__ ( "MRS %0,  CPSR   \n\t" 
     "ORR %0,  %0, #0xC0  \n\t" 
     "MSR CPSR_c,%0      ": "=r" (b)); 
} 
 
Prototyp této funkce potom vypadá takto: 
 
extern inline void disable_irq (void) __attribute__ ((always_inline)); 
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Důvody proč prototyp funkce vypadá takto jsou následující. Prototyp je deklarován 
v hlavičkovém souboru irq.h. Tento soubor je vkladán preprocesorem do jednotlivých 
modulů, které by mohly využít tuto funkci. Pokud tedy modul bude tuto funkci volat, 
překladač si z jejího prototypu zjisti, že:  
extern  = funkce je v jiném modulu 
inline  = funkce by měla být přeložena jako In-Line, pokud se použije 
   optimalizace 
void  = žádné předávání parametrů 
__attribute__ ((always_inline)) = funkce se vždy přeloží jako inline, nezavisle na 
                                                       optimalizaci 
Na závěr ještě vysvětlení kódu samotné funkce. Aby překladač dostal maximální 
volnost pro případné optimalizace, je vhodné funkci napsat tak, aby nezasahovala do 
konkrétních registrů MCU, ale aby překladač mohl rozhodnout o tom, který registr bude 
použit. Pro tuto realizaci je třeba provést propojení mezi jazykem C a ASM. Toto 
propojení je velice jednoduché. Místo registru se použije virtuální „proměnná“ 
%0 (nula) viz ukázka. A na konci kódu se provede přiřazení této proměnné k proměnné 
jazyka C. Detailní popis této problematiky lze nalézt v dokumentaci k GCC [14] 
v kapitole 6 v sekcích In-Line Function, Extended Asm, Constrains a Assembler 
Instruction with C Expression Operands. 
Na základě této dokumentace se tedy povedlo napsat obě funkce, jak pro vypnutí, 
tak i pro zapnutí přerušení. Funkce byly uspěšně ověřeny a byly přidány do modulu 
irq.c. Samotný kód obou funkcí i jejich prototypy jsou uvedeny i v příloze C.3.   
Výsledný projekt s touto aplikací je opět v elektronické příloze. Jelikož tato 
aplikace je jen částí úlohy, je návod spojen s návodem k druhé aplikaci. Tato druhá 
aplikace je principiálně stejná, avšak využívá již RTOS. Návod je tedy v příloze č. D.3. 
3.5 Realizace pokročilejších aplikací 
Tato podkapitola se již věnuje úlohám s náročnějšími aplikacemi. Jedná se o RTOS, 
Ethernet a USB. Přesné úkoly aplikací byly opět převzaty ze zadání počítačových 
cvičení předmětu MPOA pro zimní semestr 2011/2012.  
3.5.1 FreeRTOS 
První aplikací z oblasti pokročilejších bylo základní zprovoznění jádra RTOS. V této 
práci byl zvolen projekt FreeRTOS. Prvním pokusem s tímto systémem bylo zprovoznit 
demo aplikaci pro MCU LPC2368. Tato aplikace se však nepodařila rozběhnout. 
Rovněž ani žádná další ukázková aplikace. Nejprve docházelo k chybám při překladu. 
Tyto chyby byly odstraněny vypuštěním částí kódů, kde vznikaly. Jednalo se o 
nepodstatné části kódů. Poté se povedlo aplikaci zkompilovat a nahrát do MCU, avšak 
nic se nestalo. Bylo zjištěno, že po startu jádra RTOS dojde k „pádu“ aplikace.    
Bylo opět jasné, že někde je zásadní systematická chyba. Na základě dokumentace 
k projektu FreeRTOS byl vytvořen nový projekt, do kterého byly postupně přidávány 
klíčové soubory jádra RTOS. Po vytvoření nejnutnější kostry byly vytvořeny 
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nejjednodušší tasky pro blikaní s LED diodami. K velkému překvapení tento projekt 
skutečně běžel správně. Díky tomuto se mohlo pokračovat v hledání chyby. Postupným 
přidáváním souborů se nakonec zjistilo, že chyby vznikají při linkování standardních 
knihoven stdio.h, stdlib.h atd…  Tato chyba byla velice překvapivá a zejména nebylo 
jasné, jakým způsobem by ji šlo vyřešit. Nakonec po několika dnech testů vzešel nápad 
vyzkoušet jiný překladač. Místo překladače projektu YAGARTO byl použit překladač 
GNUARM. Po této změně se rázem rozběhly všechny aplikace. 
 Úspěšně byla odhalena další chyba. Nicméně vznikl problém ve stávajícím návrhu 
řetězce. Proto byly tedy zpětně otestovány všechny vytvořené aplikace i v novém 
překladači. Všechny běžely správně. Rovněž byla otestována instalace obou překladačů 
na stejný systém, taktéž bez problému. Na základě těchto nových poznatků bylo 
rozhodnuto, že dočasně budou do projektu zakomponovány oba dva překladače a jejich 
volba bude prováděna v souboru makefile. Část souboru makefile vybírající překladač 
je uvedena zde: 
 
# YAGARTO Tools 
CC=arm-none-eabi-gcc    #kompiler YAGARTO 
OBJCOPY=arm-none-eabi-objcopy   #linker YAGARTO 
 
# GNUARM Tools 
#CC=arm-elf-gcc     #kompiler GNUARM 
#OBJCOPY=arm-elf-objcopy    #linker GNUARM 
 
První aplikace s FreeRTOS tedy vznikla v podobě jednoduchého dvoutaskoveho 
blikání dvěmi skupinami LED diod nezávisle. Zdrojové kódy této aplikace lze najít 
v elektronické příloze.  
3.5.2 Aplikace s UART a FreeRTOS 
První úlohou s projektem FreeRTOS mělo být pokračování cvičení 5, ve kterém se 
realizuje komunikace přes UART. V první části je program bez RTOS, v druhé části se 
program převádí pod RTOS. V době, kdy však byl RTOS plně zprovozněn nebyla ještě 
dokončena první část této úlohy. Proto tedy zde uvedené poznatky jsou z mírně pozdější 
části práce. 
Jakmile tedy byla dokončena první část této úlohy, byl vytvořen projekt i pro 
druhou část úlohy. Do projektu se poté zakomponovaly jednotlivé moduly z předchozí 
části. Po dokončení všech úprav byl vytvořen vzorový kód hlavního modulu main.c 
realizující příslušnou aplikaci pod RTOS. Následně proběhlo otestování funkčnosti. Zde 
byly objeveny jen drobné nedostatky, které byly ihned odstraněny. Poté již aplikace 
pracovala naprosto správně. 
Vzorový projekt s touto aplikací je součástí elektronické přílohy. Návod pro 
realizací celé úlohy, včetně části bez RTOS, je uveden v příloze č D.3. 
3.5.3 Aplikace stopky a FreeRTOS 
Dalším cvičením je vytvoření aplikace, ve které běží dva procesy a sdílí jednu periferii. 
Hlavním cílem je seznámení studentů s problematikou předávaní informací v systémech 
RTOS.  
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 Důvodem, proč je nutné v této aplikaci použít meziprocesovou komunikaci, je 
sdílení jedné periferie oběma procesy. V tomto konkrétním případě se jedná o LCD 
displej. Obě úlohy potřebují měnit údaj o příslušném čase. Pro takovéto účely existují 
tzv. Mutexy. Mutexy jsou jednobitové informace, které umožnují řídit právě přístup ke 
sdíleným zdrojům. Pokud chce úloha přistoupit ke sdílené periferii nejprve zkontroluje 
příslušný mutex. Pokud je mutex volný, úloha si jej dočasně přivlastní a tím sděluje 
ostatním procesům, že má periferii obsazenou. Po dokončení komunikace s touto 
periferii musí proces mutex uvolnit, čímž dá možnost ostatním procesům 
ke komunikaci. 
V FreeRTOS existují celkem dvě základní kategorie meziprocesové komunikace: 
Semafory/Mutexy (Semaphore/Mutex) a Fronta (Queue). Fronta je v podstatě libovolně 
nastavitelná velikost paměti, která je sdílená více procesy. Jejím využitím můžou být 
třeba vstupní buffery procesů, které přebírají požadavky od ostatních procesů. V druhé 
kategorii jsou celkem 4 možnosti použití jednobitových zpráv. Jde o mutex, rekurzivní 
mutex, binární semafor a čítací semafor. Mutexy a binární semafor jsou v podstatě 
stejné. Jediným rozdílem je možnost prioritního systemu u mutexů. Rekurzivní mutex je 
pak pouze variace mutexu, která umožnuje opakovaně „brát“ stejný mutex. Pro 
správnou činnost je pak třeba vždy zajistit, aby počet přivlastnění a vrácení mutexu byl 
stejný. Poslední možností je tzv. čítací semafor. Přístup k semaforu je opět stylem 
„take“ a „give“. Navíc je zde však k dispozici vnitřní čítač semaforu, který čítá podle 
toho, jak je semafor ovládán. Oficiální manuál [4] uvádí dvě možnosti využití tohoto 
nástroje: resource managment a event counting. 
Dle požadavku zadání byl vytvořen nový projekt, do kterého byly přidány již 
existující potřebné moduly. Důležitým rozhodnutím zde byla volba ovladače pro LCD. 
V tuto chvíli existovaly dvě možnosti. Použít přeportovaný ovladač od Petera Fleuryho 
anebo použít ovladač, který byl součástí demoaplikace od FreeRTOS. Po prostudování 
zdrojového kódu tohoto ovladače byl zjištěn nejzákladnější rozdíl ve způsobu realizace 
zpoždění pro generování řídících signálu k LCD. Nejprve byly provedeny pokusy 
s ovladačem od FreeRTOS. Po napsání aplikace však docházelo k „zamrzání“ anebo 
k různým nestandardním stavům. Postupně byly zredukovány možnosti, které mohly 
způsobovat toto chování. Jelikož tento ovladač volá funkce RTOS, lze jej inicializovat 
až po startu jádra RTOS. Z tohoto důvodu je inicializace provedena až v samotném 
procesu. Tímto však dojde k tomu, že všechny proměnné, včetně proměnných ovladače 
LCD, jsou dostupné pouze v procesu, který volal inicializaci LCD. Z tohoto důvodu 
v případě volání funkce pro zápis na LCD z jiného procesu dojde k chybě vlivem 
nedostupnosti některých stavových proměnných LCD ovladače. 
Po tomto zjištění byl do projektu zakomponován druhý z ovladačů. S tímto 
ovladačem již k těmto chybám nedocházelo. Byl však zjištěn další nedostatek. Funkce 
realizující zápis instrukce do LCD zde používala zpoždění 2 ms. Díky tomuto zpoždění 
trvalo zapsání každého znaku 2 ms a celkový zápis 2x16 znaků pak trval 64 ms. 
Z tohoto důvodu ovladač nestačil zpracovávat data. Přesný důvod použití tohoto 
zpoždění nebyl zjištěn. Bylo však podle katalogového listu HD44780 [17] ověřeno, že 
jediná funkce, která vyžaduje zpoždění při prací s displejem, je return home. Tato 
funkce však v ovladači nebyla nalezena. Proto bylo toto zpoždění odstraněno. Po 
odstranění zpoždění již ovladač pracoval naprosto bez problému. 
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V původní verzi této úlohy byla využívána funkce printf z knihovny stdio.h. Tato 
funkce zformátuje vstupní data do formátu textu v ASCII kódu s ukončovacím znakem 
0x00. Tento výstup je pak poslán na standardní výstup. Využitím této funkce se tedy 
realizace úlohy značně zjednoduší. Jako první byla testována možnost použití této 
funkce s její modifikací tak, aby neposílala data na standardní výstup, ale na LCD. Pro 
tuto realizaci byl použit následující kód. 
 
int _write_r(void *x, int file, char *ptr, int len) 
{ 
 unsigned int i; 
 for(i=0;i<len;i++) 
 { 
  lcd_putc(ptr[i]); 
 } 
    return len; 
} 
 
Tento kód byl napsán na základě prostudování mnoha různých ukázkových variant. 
Význam funkce _write_r lze nalézt na stránkách dokumentace k GCC [14]. Tento kód 
byl nejprve ověřen v jednoduchém projektu, kde byl pouze ovladač LCD a jádro 
systému FreeRTOS a jen jeden task. Zde vše fungovalo správně. Byl tedy vytvořen 
modul retarget.c, který měl realizovat přesměrování výstupu printf funkce na LCD. Po 
přidání tohoto modulu do projektu s ostatními ovladači a s více tasky došlo 
k problémům. Systém občas zamrzal, občas začal na LCD vypisovat nesmyslné údaje. 
Velice rychle bylo zjištěno, že tyto problémy způsobuje volání funkce printf. Postupně 
byly zkoušeny různé změny v kódu, avšak nepovedlo se nalézt žadné logické vysvětlení 
tohoto chování. Bylo rovněž zjištěno, že při jistých variantách nastavení stacku a délky 
kódu je aplikace schopna pracovat správně. Jako důvod této nestability bylo označeno 
vykonávání funkce printf a její vnitřní provedení, které v kombinaci s RTOS nepracuje 
správně, pravděpodobně z důvodu volání funkce z více různých procesů. Jelikož funkce 
printf je jen jednou z celé škály funkcí, nebylo detailnějí zkoumáno, kde přesně 
problémy vznikají a co je může způsobovat. Řešením mělo být nahrazení funkce printf 
funkcí sprintf. Tato funkce opět provede formátování, avšak neprovádí již zápis na 
standardní výstup, nýbrž do proměnné. Tato proměnná by byla dále poslána na LCD. 
Bylo předpokládáno, že funkce sprintf na rozdíl od printf nebude mít problémy 
s vnitřními proměnnými, jelikož lze funkci realizovat v každém procesu plně 
individuálně. Bohužel opět došlo k nesprávnému chování a celý systém nepracoval 
správně. Byly tedy opět otestovány různé úpravy zdrojových kódu, avšak závěr byl 
takový, že obě funkce z knihovny stdio.h způsobují zásadní problémy. Na základě 
těchto zjištění byly prozkoumány původní zdrojové kódy FreeRTOS se zaměřením na 
vyhledání funkce printf nebo _write_r. Funkce _write_r patří do kategorie tzv. syscall 
funkcí. Ihned byl tedy objeven soubor syscalls.c. Tento soubor skutečně realizoval 
funkci _write_r a to obdobným způsobem jako prvotní návrh. Mimo jiné byly v souboru 
i další syscall funkce. Bylo tedy otestováno zaměnění souboru retarget.c za tento 
originální od FreeRTOS, avšak ani s tímto souborem nepracovala aplikace správně. 
Jako závěr bylo tedy označeno použití nesprávné varianty knihovny stdio.h.  
Po těchto neúspěšných pokusech s použitím standardních knihoven byla aplikace 
realizována kompletně samostatně. Byla vytvořena jednoduchá formátovací funkce. 
Rovněž byla vytvořená proměnná struct, která deklarovala typ časové proměnné. 
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Takováto proměnná je předána této formátovací funkci, která z ní vytvoří výstupní 
řetězec. Tento řetězec se později doplní o zbývající text a poté pošle na LCD. Tato 
úprava byla napsána velmi rychle a fungovala naprosto korektně. 
Až do této části byla aplikace stále realizována bez využití přerušení pro tlačítko. 
Místo přerušení bylo napevno využíváno čtení aktuální hodnoty na vstupu MCU. 
Součástí této úlohy má být rovněž vytvoření nového ovladače pro tlačítko, který již 
bude využívat přerušení. V původních cvičeních byla funkce ISR zapsána přímo 
v modulu main.c. Zde by to však způsobilo problémy, jelikož ISR nelze zapsat v části 
kódu, která je překládána v režimu Thumb instrukcí. Proto byl vytvořen kompletní 
samostatný modul s ovladačem, který deklaruje globální proměnnou tlacitko. Tato 
proměnná je potom připojena do modulu main.c, kde řídí aplikaci stejným způsobem 
jako kdyby byl ovladač součástí souboru main.c. 
Po dokončení této úpravy byla aplikace kompletní, byl však zjištěn další nedostatek 
v podobě velké chyby v měření času. Postupně bylo zjišťováno, kde vzniká problém. 
Zjistilo se, že chyba je způsobena tím, že aplikace běží na vnitřní RC oscilátor MCU. 
Tento oscilátor je rovněž laditelný pomocí svého řídícího registru. Pro tyto potřeby by 
se tedy dalo uvažovat o nějaké metodě kalibrace. Avšak pro použití na všech aplikacích 
i na všech deskách je to naprosto nevhodné a to i z důvodu, že na desce je již přítomen 
krystal. Poslední úpravou této aplikace bylo tedy vytvoření jednoduchého modulu pro 
obsluhu bloku oscilátoru a generátoru hodinového taktu MCU. Tento modul byl nazván 
pll_drv.c. V první variantě byla napsána pouze jedna funkce realizující prvotní 
nastavení bloku generátoru hodin. Pro jednodušší použití jsou předdefinovány makra, 
které realizují nastavení na nejobvyklejší kmitočty. Pro ostatní kmitočty lze využít 
definice, které přímo drží hodnoty určující dělicí poměry v PLL. Pro výpočet těchto 
hodnot je třeba dodržet následující vztahy [18] 
1_ +
=
NPLL
ff Xtalcomp  (3.1) 
( ) 21_ ⋅+= MPLL
ff VCOcomp  , přičemž ( )MHzMHzfVCO 550275 ÷∈  (3.2)   
1_ +
=
KPLL
ff VCOCPU  , přičemž KPLL _ je liché (3.3) 
kde fcomp je frekvence na vstupu fázového detektoru v PLL, fXtal je frekvence 
generována krystalovým oscilátorem, fVCO je frekvence napětím řízeného oscilátoru 
v PLL, fCPU je výsledná frekvence pro MCU a konstanty PLL_N, PLL_M, PLL_K jsou 
kladná celá čísla určující dělicí poměry v PLL. Detailnější popis lze opět získat 
z katalogového listu MCU [18]. 
Během vývoje dalších aplikací, zejména pak aplikace s Telnet klientem, došlo 
k novému testování knihovny stdio.h, konkretně funkce sprintf. Při tomto testování byl 
použit ovladač k LCD od Petera Fleuryho. Bylo zjištěno, že zde funkce sprintf funguje 
správně. Dále byla samozřejmě testována i funkce printf. Ukázalo se že i tato funkce při 
použití upravené funkce _write_r funguje správně. Zde však byl objeven zásadní 
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nedostatek této práce. Tímto nedostatkem byly nedostatečné poznámky týkající se 
předchozích problémů s těmito funkcemi. Z poznámek bylo jasné, že někdy tyto funkce 
pracovaly, ale někdy ne. Nicméně nebylo nikde uvedeno, jaký ovladač pro LCD byl 
použit. Celkově se totiž v práci vyskytovaly dva ovladače. Primárně jde o ovladač od 
Petera Fleuryho, druhým ovladačem je pak ovladač z dema od FreeRTOS.  
Porovnáním obou ovladačů bylo zjištěno, že ovladač z dema FreeRTOS používá 
funkce FreeRTOS. Zejména se jedná o funkce realizující časové zpoždění. Naopak 
první ovladač realizuje zpoždění svými vlastními funkcemi. Po zjištění těchto rozdílů 
byla vytvořena nová teorie vysvětlující nesprávnou práci funkce printf. Předpokládalo 
se, že právě tyto funkce realizující zpoždění, vytváří problémy. Respektive při jejich 
častém volání někde dojde k problému. Bohužel však nebylo jasné, zda předchozí 
problémy byly rovněž na tomto ovladači, viz předchozí odstavec a nedostatečná 
dokumentace. 
Na základě těchto zjištění byl vytvořen nový projekt realizující tuto úlohu 
s použitím funkce sprintf. Bylo provedeno několik modifikací kódu, aby se alespoň 
částečně ověřila spolehlivost této modifikace. I přes tyto testy však není zcela jisté, zda 
je úprava funkce sprintf pro vypis na LCD správna. Proto tedy byl vytvořen návod a 
popis pouze k projektu bez těchto funkcí. Projekt s touto úpravou je pouze 
v elektronické příloze jako ukázka. Návod pro realizaci této úlohy je opět k dispozici 
v elektronické verzi a v příloze D.4. 
3.5.4 uIP + FreeRTOS demo Webserver  
Dalším podstatným krokem v této práci bylo přidání možnosti komunikace přes 
Ethernet v prostředí RTOS. Zde se projevila výhoda volby FreeRTOS, který jako 
součást distribuce nabízel ukázkové demo s Webserverem. Demo je postavené na 
projektu uIP-Stacku. Díky předchozím zjištěním již byl odhalen problém s překladačem 
od projektu YAGARTO a tak byly provedeny nové testy s překladačem GNUARM. 
V těchto testech se již povedlo aplikaci spustit. Podstatným zjištěním byl rozdíl 
ve verzích MCU na jednotlivých vývojových deskách. Starší revize používají rozdílnou 
hodnotu u Registru PINSEL2.  
Zdrojový kod převzat z konfiguračního souboru FreeRTOS. 
/* Value to use on old rev '-' devices. */ 
#define configPINSEL2_VALUE 0x50151105 //deska vers.3.1 
 
/* Value to use on rev 'A' and newer devices. */ 
#define configPINSEL2_VALUE  0x50150105 //deska vers.4.0 
 
Tento problém je však již dokumentován v demo aplikaci od FreeRTOS. Je však 
důležité poznamenat, že ve vybavení laboratoře se nachází obě varianty desek. A je 
třeba, aby studenti provedli vždy individuální nastavení. Poté, co se povedlo celé demo 
zprovoznit, bylo provedeno několik drobných modifikací pro seznámení se s systémem 
uIP-stacku.  
Dále bylo zjištěno, že ovladač pro MAC vrstvu MCU, který zde byl použit, není 
přímou součástí projektu uIP ani FreeRTOS. Rovněž se v něm vyskytovaly odkazy na 
modifikace od firmy Keil. Jelikož nebylo jasné, jaký je původ tohoto souboru byly 
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provedeny pokusy o nalezení hotového ovladače na internetu. Bohužel však bez 
kladných výsledků. Proto bylo rozhodnuto napsat nový ovladač od základu. 
Nejprve bylo nastudováno rozhraní mezi stávajícím ovladačem a systémem uIP-
stacku. Bylo zjištěno, že systém uIP volá celkem 5 funkcí z ovladače: 
 
Init_EMAC();   
uiGetEMACRxData();  
RequestSend();  
CopyToFrame_EMAC();  
DoSend_EMAC(); 
 
Poslední 3 funkce realizují odeslání paketu, funkce Init_EMAC provede 
inicializaci ovladače a funkce uiGetEMACRxData realizuje příjem paketů.  
Samotná realizace ovladače byla rozdělena na dvě části. Nejprve napsání 
nejjednoduššího možného ovladače bez univerzálnosti kódu s minimálním využitím 
přehlednosti zápisu. V druhém kroku pak úprava tohoto kódu a jeho rozšíření o nové 
části kódu realizující univerzálnější funkci ovladače. Zejména se jedná o problematiku 
detekce rychlosti připojené linky. A dále přidání definic a maker pro zpřehlednění 
celého kódu. 
Pro správnou realizaci ovladače byly dále nastudovány následující problematiky: 
hardwarové rozhraní MCU PHY, katalogový list PHY [19], MAC vrstva v MCU a 
způsob práce s pamětí vyhrazenou pro ethernet [18].  
Poznámka 1: Paměť ethernet MAC vrstvy odpovídá kruhovému bufferu. 
Po této úvodní přípravě začala tvorba kódů. Prvním krokem bylo definování 
softwarového rozhraní. Bylo zvoleno, že nový ovladač bude poskytovat pouze 3 
základní funkce.  
 
void   init_emac  (void); 
unsigned long  get_data_emac (char *data); 
void    send_data_emac (void *header, void *data,  
unsigned long length); 
 
Začalo se tvorbou funkce inicializace MAC vrstvy. Jako podstatné podklady pro 
napsání této funkce byly vzaty v potaz následující informace: 
-HW rozhraní RMII 
-pevná rychlost 100Mbit 
-pevně Full Duplex provoz 
-vytvoření mapy paměti obsahující RX a TX buffer společně s deskriptory pro 
využití DMA 
Na základě těchto předpokladů byl napsán nejprve kód realizující základní 
nastavení registrů MCU. V další části pak bylo třeba provést nastavení registrů, které 
řídí obsluhu DMA a mapování paměti pro ethernet. Zde realizovaný ovladač odpovídá 
mapě paměti na Obr. č. 4. 
Po dokončení této funkce byly započaty práce na funkcích pro odeslání a přijem 
paketů. Princip činností funkcí pro tuto obsluhu byl převzat z katalogového listu 
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MCU [18]. Pro pochopení práce MCU a celého ovladače je zde heslovitě uvedeno, jak 
probíhá příjem nebo odeslání paketu. Je důležité poznamenat, že samotné přečtení 
paketu z HW rozhraní a uložení do příslušné části paměti provede DMA, rovněž pak 
odeslání paketu realizuje DMA. 
  
 
Obr. č. 4: Mapa paměti pro ovladač EMAC (konfigurace 4RX 2TX) 
Příjem paketu: 
− DMA zjistí hodnotu registru MAC_RXPRODUCEINDEX, hodnota tohoto 
registru odpovídá tzv. hlavě (head) v kruhovém bufferu. DMA na základě 
tohoto indexu a na základě hodnot, které jsou uloženy v deskriptoru pro RX 
vyhledá ukazatel na paměť, kde je možné ukládat paket.  
Paket 1 
Paket 2 
Paket 3 
Paket 4 
 
PTR 1 
CNTRL 1 
PTR 2 
CNTRL 2 
 
Info 1 
Info 2 
 
RX 
TX 
RxDescriptor 
RxDescriptor
Number 
RxStatus 0x7FE0 0020 
0x7FE0 0040 
0x7FE0 0050 
0x7FE0 0000 
PTR 1 
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PTR 2 
CNTRL 2 
PTR 3 
CNTRL 3 
PTR 4 
CNTRL 4 
 
Info 1 
CRC 1 
Info 2 
CRC 2 
Info 3 
CRC 3 
Info 4 
CRC 4 
registry 
procesoru 
paměť RAM  
pro Ethernet 
TxDescriptor 
TxDescriptor
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Paket 1 
Paket 2 
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− Jakmile MAC dekoduje hlavičku nějakého paketu, který splní podmínky 
pro příjem je zahájeno ukládání paketu do oblasti pamětí, která byla 
vyhledána v předchozím bodě. 
− Po dokončení příjmu paketu DMA zvýšší hodnotu v registru 
MAC_RXPRODUCEINDEX. Zvýšení se provede v režimu modulo N 
přičemž hodnota N se zjístí z registru MAC_RXDESCRIPTORNUM podle 
vztahu (3.4). 
ORNUMRXDESCRIPTMACN _1+=  (3.4) 
kde N je počet paměťových míst pro RX pakety a 
MAC_RXDESCRIPTORNUM je řídící registr MAC jednotky.  
− Zvýšením hodnoty registru MAC_RXPRODUCEINDEX dojde 
k nerovnosti mezi tímto registrem a registrem 
MAC_RXCONSUMEINDEX, tento registr odpovídá naopak konci 
kruhového bufferu (tail). Vznikem této nerovnosti je MCU informován o 
nových paketech v RX bufferu. (Nedochází k přerušení!) 
− Jakmile MCU objeví tuto nerovnost zjístí se hodnota konce kruhového 
bufferu z registru MAC_RXCONSUMEINDEX. Na základě tohoto indexu 
a znalosti deskriptoru muže MCU zjistit, kde v paměti má hledat přijatý 
paket. Současně si také z deskriptoru zjistí délku paketu, aby nezpracovával 
předchozí data z paměti.  
− MCU zkopíruje paket z paměti Ethernet do datové paměti 
− MCU zvýšší hodnotu v registru MAC_RXCONSUMEINDEX o 1. Opět 
tuto operaci musí provést v režimu modulo N.  
Odeslání paketu: 
− MCU načte hodnotu indexu volné paměti v kruhovém bufferu z registru 
MAC_TXPRODUCEINDEX 
− Pomocí tohoto indexu a znalosti deskriptoru pro TX. MCU najde ukazatel 
na oblast paměti Ethernet, která je připravena pro odesílání paketu. 
− MCU zkopíruje připravený paket do paměti Ethernet. Rovněž provede 
zápsání délky paketu do deskriptoru.  
− MCU provede zvýšení hodnoty v registru MAC_TXPRODUCEINDEX o 1, 
opět v režimu modulo. Tentokrát se však hodnota N stanoví podle registru 
MAC_TXDESCRIPTORNUM.  
− Touto změnou dojde k vzniku nerovnosti mezi registry 
MAC_TXPRODUCEINDEX a MAC_TXCONSUMEINDEX.  
− Na základě této změny je DMA informováno o novém paketu pro odeslání. 
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− DMA zjístí z hodnoty v registru MAC_TXCONSUMEINDEX a znalosti 
deskriptoru, ukazatel na pamět obsahující nový paket. Rovněž si zjístí délku 
paketu. 
− Poté DMA začne nezávisle na stavu MCU odesílat paket. 
Po dokončení tvorby těchto funkcí byly provedeny první testy nového ovladače. 
Byly zjištěny dvě větší chyby, které byly opraveny a pro rozlišení obou verzí byla 
novější pozměněna na 1.1. Jelikož v době dokončení ovladače zbývalo ještě dost 
nedořešených problémů, byl vývoj druhé verze ovladače pozastaven a odsunut na konec 
práce. Tato druhá verze měla přinést zejména plnohodnotné využití všech možností 
MCU a PHY, rovněž bylo naplánováno zpřehlednění zápisu pomocí maker a definic. 
Bohužel vlivem nedokončení a neustáleho hledání chyb v dalších částech práce již tento 
ovladač nebyl do novější verze upraven. 
Jelikož je v práci značná část věnována tomuto ovladači, je ve verzi 1.1 uveden 
v příloze C.1 a C.2. Výsledné projekty FreeRTOS Webserver jsou v elektronické 
příloze ve dvou verzích. První je originální demo pouze s úpravou pro použití 
s programátorem U-Link ME. Druhá verze již obsahuje nový ovladač EMAC ve verzi 
1.1.  
3.5.5 Aplikace Telnet na uIP – bez DHCP 
Jako vzorová výuková aplikace pro seznámení studentů s problematikou Ethernet se  
v předmětu MPOA používá jednoduchý program, který na základě příkazů zasílaných 
z PC řídí LED diody na desce. V porovnání s předchozí ukázkovou aplikací od 
FreeRTOS Webserver jde o velice jednoduchou aplikaci. Při vývoji této aplikace byla 
také oživena problematika používání funkcí z knihovny stdio.h. To se rovněž týká 
kapitoly 3.5.3. 
V první části práce byla vytvořena kostra projektu obsahující základní ovladače, 
FreeRTOS a samostatný proces pro obsluhu uIP stacku. Pro tvorbu byly čerpány 
informace zejména z ukázkové aplikace FreeRTOS a z referenčního manuálu k uIP [5]. 
Tento template projekt je uveden v elektronické příloze. Pro lepší orientaci jsou na 
potřebných místech uvedeny kusy zakomentovaných kódů, které při odkomentování 
vytvoří velice primitivní aplikaci pro TCP spojení, aby bylo možné rychle pochopit 
význam funkcí. Pro zprovoznění této ukázky je třeba odkomentovat 3 řádky (73, 78, 83) 
v souboru main.c a jeden (84) v souboru Ethernet/uIP/main_uIP.c. Poté vznikne 
aplikace, kde běží dvě úlohy. V první je realizováno jednoduché blikání LED jako 
kontrola funkce. V druhé pak běží TCP komunikace, respektive aplikace naslouchá na 
portu TCP 23. V případě jakékoliv události, která se vztahuje ke komunikaci na portu 
TCP 23, dojde k volání funkce TCPcallback. Tato funkce se nachází v main.c. Zde jsou 
pak 3 ukázkové podmínky pro rozhodnutí, k jaké události došlo. Podle toho pak dojde 
ke změně stavu příslušené LED diody. 
Na základě tohoto vytvořeného template byl postaven i projekt pro realizaci 
aplikace s Telnet klientem. Úkolem této aplikace je ovládání LED diod na desce pomocí 
vytvořeného spojení přes protokol telnet. V první části vývoje byla aplikace realizována 
bez složitých názvů příkazů. Místo „Start-Stop“ bylo použito „A-B“. Po kompletním 
zprovoznění aplikace v tomto zjednodušeném módu vyvstala otázka, jak jednoduše 
realizovat konverzi znakových řetězců do proměnných jazyka C.  
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Byla tedy znovu zkoumána možnost použití funkcí z knihovny stdio.h, konkretně 
funkce sprintf. Velice rychle bylo zjištěno, že tato funkce pracuje nyní správně. Viz 
některé zjištění v kapitole 3.5.3. Díky těmto zjištěním se předpokládalo, že předchozí 
problémy s funkcemi z knihovny stdio.h byly způsobeny použitím LCD ovladače spolu 
s těmito funkcemi. Jelikož v této aplikaci není třeba LCD využívat, byl zdrojový kód 
upraven na použití funkce sprintf. Tato úprava byla velice rychlá a přinesla obrovské 
zjednodušení a zpřehlednění do aplikace. Jako ukázka toho, jak probíhá komunikace 
mezi touto aplikací a řídícím PC s klientem telnet, je zde ukázka textového výstupu 
telnet klienta v PC. 
 
Obr. č. 5: Textový výstup komunikace Telnet 
Jak je vidět, po připojení aplikace odešle řetězec s uvítáním a odřádkováním. Dále 
je rovněž vidět, že aplikace vrací odřádkování a znak „>” pro označení nového řádku. 
Při zaslání příkazu “Start” dojde k rozběhnutí LED efektu. Naopak příkaz “Stop” tento 
efekt zastaví.  
Při ověřování funkčnosti této aplikace bylo objeveno několik zajímavostí, které 
však odpovídají vlastnostem protokolů TCP a Telnet. Různé klienty telnet na PC 
realizují různě odesílaní dat. Některé odešlou paket až po potvrzení klávesou Enter, 
naopak některé posílají každou klávesu samostatně. I samotný protokol TCP 
negarantuje, že data přijdou v jednom paketu. V důsledku těchto jevů pak např. při 
napsání příkazu „Starr“ a poté smazání posledního znaku a následnou opravou na znak 
správný. Nedojde k odeslání „Start“ ale „Starr ‘backspace’ t“. Tento řetězec však 
neprojde kontrolou příkazu. Toto může být pro některé studenty chyba, na kterou asi 
těžko přijdou. Problematika by samozřejmě šla vyřešit správným softwarovým 
ošetřením. Toto by však značně zkomplikovalo kód aplikace a výsledek, který by to 
přineslo neodpovídá vynaloženému úsilí. 
Jelikož v původních cvičeních není použito pevné přidělování IP adresy deskám, 
ale využívá se možnosti DHCP, je třeba provést ještě další úpravu této aplikace. 
Poněvadž však realizace DHCP klienta v uIP stacku je obtížnější, bylo rozhodnuto 
nechat tuto problematiku do samostatné podkapitoly. Výsledný projekt s touto aplikací, 
používající sprintf a bez DHCP, je v elektronické příloze.  
3.5.6 uIP DHCP 
V předchozí podkapitole byl popsán postup tvorby aplikace telnet klienta pro desku 
MCB2300. Pro přesné realizování této aplikace je třeba dokončit ještě DHCP klienta. U 
uIP stacku na rozdíl od TCPnet (Stack od KeilTM) nejde pouze přepnout jednu volbu. 
uIP je založený na vizi vytvoření TCP Stacku s minimálními požadavky na paměť. Toto 
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přináší značné komplikace. Většina kódů je zde zapsána podmíněnými výrazy 
preprocesoru. Základní ukázky nepředpokládají využití více protokolů.  
Další podstatnou změnou je využívání protokolu UDP místo TCP. I přesto, že 
protokol UDP je mnohem jednodušší než TCP, vzniká zde problém s nutnými úpravami 
pro aplikaci, aby pomocí uIP funkcí zpracovávala jak protokol UDP tak i TCP. 
Na základě těchto úvah byla postupně studována dokumentace k uIP stacku, 
zejména pak byla detailně rozebírána demo aplikace s DHCP klientem. Rovněž byly 
provedeny i pokusy tuto aplikaci modifikovat pro použití na MCU LPC2378. Bohužel 
však bez uspěchu. Nicméně zprovoznění této aplikace nebylo věnováno tak velké úsilí. 
Mnohem více se práce zabývala problematikou vytvoření hlavní smyčky procesu pro 
kontrolu uIP stacku.  
Celkově bylo provedeno mnoho modifikací a změn, avšak nikdy se nepovedlo 
rozběhnout aplikaci zcela korektně. Ve výsledku obvykle aplikace, kde byly sloučeny 
protokoly UDP a TCP, „zhavarovaly“ po příjmu několika paketů. Na základě těchto 
problémů byly i zpětně vyměněny ovladače k MAC vrstvě v MCU. Ani toto však 
nepomohlo. Práce byly nakonec pozastaveny z důvodu většího zaměření se na 
problematiku USB, která do této doby nebyla teměř vůbec řešena.  
Jelikož praktický rozdíl v realizaci cvičení s DHCP a bez něj je jen v změně 
systému přidělování adres studentům, byla tato problematika kompletně opuštěna. 
V důsledku se průběh cvičení změní v nutnost kontrolovat správné nastavení IP adres 
kvůli možným kolizím v síti, v porovnání s minulými cvičeními, kde bylo nutné 
dodržovat rozdílnost MAC adres. Výsledný projekt bez DHCP je opět v elektronické 
příloze, návody pro vypracování úlohy jsou pak v příloze D.5. 
3.5.7 lpcusb 
Posledním krokem v této práci bylo zahájení modifikací lpcusb. Základním problémem 
zde byla rozdílná verze cílového MCU. Původní projekt je určen pro MCU řady 
LPC214x. Tento MCU má stejný typ jádra (ARM7TDMI-S) jako LPC23xx. Zásadním 
rozdílem mezi MCU jsou periferie a jejich obsluha. MCU LPC214x disponuje pouze 
jediným USB rozhraním. Jde o USB Device. Stejně tak MCU LPC2378 disponuje 
pouze USB Device. Proto se pro realizaci cvičení v předmětu MPOA vždy používala 
deska v režimu USB Device. Díky tomuto je tedy šance, že ovladač pro LPC214x bude 
stačit upravit pro LPC2378 a poté již bude možnost realizovat příslušné úlohy. 
V první části těchto modifikací byly zajištěny potřebné podklady v podobě 
aplikačních poznámek [13] k oboum MCU a také katalogový list k MCU 
LPC214x [20]. V této dokumentaci pak byly prostudovány kapitoly týkající se 
problematiky USB Device. První komplikací byla samotná textová úprava katalogových 
listů. I přesto, že jde o stejného výrobce a teměř stejné MCU, popis v katalogovém listu 
se dost lišil. Při prvotním porovnávání bylo zjištěno, že na hardwarové straně je rozdíl 
ve výstupním modulu USBATX. MCU LPC214x obsahuje pouze jeden výstupní driver 
USB, a ten je napevno připojen k modulu USBATX. Naopak MCU LPC2378 obsahuje 
dva výstupní drivery a vzniká zde tak možnost přepínání mezi dvěmi linkami. 
Z hlediska ovladače je tedy třeba počítat s nutností rozšířit příslušné funkce o nutnou 
obsluhu registrů řídících toto přepínání. 
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Dalším krokem v modifikacích bylo porovnávání jmen a adres řídících registrů. 
Bylo zjištěno, že značení si neodpovídá a bude třeba pozměnit některé názvy a adresy 
registrů. Na základě tohoto zjitění byl vyhledán soubor s deklaracemi adres registrů. 
Jedná se o tyto dva: lpc23xx.h, který je součástí již hotových projektů a usbhw_lpc.h. 
Tento soubor je součástí ovladače k USB z projektu lpcusb. Postupně byly 
zkontrolovány všechny registry a jejich adresy podle katalogových listů.  
Dalším nutným krokem po dokončení těchto úprav byla kontrola definic bitů 
v jednotlivých registrech. Opět pomocí katalogových listů byly postupně kontrolovány 
všechny definice týkající se USB Device periferie. Navzdory tomu, jak jednoduše lze 
tyto úpravy popsat, bylo zde potřeba poměrně značné množství času. Problémy dělalo 
zejména zjištování významů jednotlivých maker pro vyběr příslušného bitu z registru. 
Naštěstí se po určité době podařilo zkontrolovat všechny tyto definice, adresy a názvy.  
Dalším krokem bylo tedy vytvoření prvního projektu a implementování ovladače 
USB. Byl tedy vytvořen jednoduchý projekt obsahující RTOS a základní ovladače. Po 
ověření funkčnosti tohoto projektu byly do projektu zakomponovány i soubory od 
ovladače lpcusb. Po tomto přidání byly postupně poopraveny relativní cesty k souborům 
a byly provedeny první testy překladu. Bohužel však výsledné kódy nikdy nepracovaly 
správně a USB nejevilo žádné známky činnosti.  
Dalším krokem bylo ověření problematiky přepínání výstupních linek u LPC2378. 
Po prostudování této problematiky bylo provedeno několik modifikací, které měly 
ověřit, jaké nastavení je správné. Nicméně ani zde se žádné variantě nepovedlo 
zprovoznit USB. 
Jelikož je těžké odhadovat, kde je v takovémto případě chyba, bylo přerušeno 
upravování ovladače. Další cíl byl stanoven v podobě detailnějšího nastudování 
problematiky USB, a to jak v obecné rovině pravidel protokolu USB, tak zejména i 
v rovině práce s konkrétním hardwarem (LPC2378). Nicméně toto rozhodnutí přišlo již 
v době, kdy bylo potřeba skončit s aktivním vývojem této práce a přejít do části, kde je 
třeba zpracovávat dosažené výsledky. Poněvadž studovat tuto problematiku po částech 
není příliš vhodné, byly veškeré aktivity v této oblasti zastaveny. Práce se přesunula do 
stavu tvorby dokumentace s tím, že po dokončení prvotní dostačující verze 
dokumentace se vývoj opět plně vrátí k této problematice. Návrat k této problematice se 
nakonec nezdařil. 
Projekt obsahující modifikované soubory ovladače USB je k dispozici 
v elektronické podobě. Pozor! Projekt není funkční a obsahuje mnoho modifikací a 
pokusných kódů. Volná distribuce tohoto projektu není dovolena neboť nebyly ověřeny 
podmínky pro šíření částí projektu obsahující kódy FreeRTOS a lpcusb. Projekt je zde 
jen jako ukázka. Pro budoucí práce je u projektu samostatně balik souborů 
s upravenými ovladači USB. Pozor! Tento ovladač není funkční a obsahuje některé 
změny popsány v této podkapitole. 
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4 DROBNÉ POZNATKY A VÝSTUPY 
Z VÝVOJE 
Předposlední kapitola této práce vznikla jako shrnutí zajímavých poznatků a nápadů 
z celého vývoje práce. Jde celkem o tři podkapitoly, z nichž první obsahuje ukázky 
některých užitečných kódů používaných pro testování aplikací. Druhá podkapitola pak 
obsahuje některé zajímavé chyby nebo zásady pro správné psaní kódu pro GCC. A 
v poslední je popsáno konečné řešení vývojového řetězce. 
4.1 Ukázkové testovací kódy 
Jelikož během celého vývoje nebyl k dispozici žádný debugovací nástroj a ani v práci 
žádná možnost debugování nebyla objevena, často vznikaly požadavky na zjištění stavu 
registrů nebo obsahu paměti, které nebylo možno zodpovědět. Na základě těchto 
podnětů postupně vznikaly různé programově poměrně neefektivní kódy, určené pro 
realizaci jednoduché komunikace mezi uživatelem a MCU. Účel těchto kódů byl 
jednoduchý: umožnit uživateli zjistit vnitřní stav MCU. 
Jako první kód je zde uveden jednoduchý řádek, který na konkrétní adresu zapíše 
konkrétní číslo. 
 
(* (volatile unsigned long *) (0xFFFFFF00) ) = 0x00000000; 
 
Adresa je v tomto případě 0xFFFFFF00, data jsou 0x00000000. Tímto zápisem lze 
kdekoliv v kódu přistupovat do kterékoliv části paměti, která ovšem není chráněna proti 
přístupu. 
 Další možnost je čtení obsahu dané adresy a zobrazení na LED diodách. 
 
bar_led((unsigned char)(* (volatile unsigned long *) 0xFFFFF000 )); 
 
Pro použití tohoto zápisu je již nutné mít připojený modul led_drv.c a h, který 
realizuje funkci bar_led.  
Nevýhodou tohoto získávání informací je, že lze získat pouze 8 bitů. Samozřejmě 
lze provést nový překlad a číst o adresu dál. Tímto však ale vzniká nejistota, jelikož 
půjde o nový program a není jasné, jestli jsou oba kódy instrukčně stejné. Řešením byl 
kód uvedený v příloze C.4. 
Tento kód na začátku načte do proměnné x 32bitů z dané adresy. Dále pak provádí 
zobrazování jednotlivých osmic bitů s časovým odstupem a čekáním na potvrzení 
tlačítkem. Tímto kódem lze tedy získat celých 32 bitů. Eventuálně jej lze použít vícekrát 
a pak je možné získat dat kolik je potřeba. 
Tyto jednoduché kódy byly používány zejména na začátku práce, kdy byly 
zprovozňovány základní periferie. V pozdější části již bylo toto vyčítání značně 
nepraktické. Vznikla tedy nová sada kódů pro použití s LCD. První kód zobrazoval opět 
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32bitů, tentokrát už vstupní proměnné, která byla předávána funkci. Tato funkce je 
v příloze C.5. 
Výhodou byla možnost opakovaného volání, naopak nevýhodou byla nutnost 
použití knihovny pro LCD a také nevhodnost pro zobrazení menších proměnných. Byla 
proto provedena modifikace pro zobrazení 8 bitových čísel. 
 
void lcd_val_8(unsigned char val) 
{ 
 unsigned char c; 
 c = val; 
 c = c &0x000000F0; 
 c = c >> 4; 
 lcd_putc(NumToHex(c)); 
 c = val; 
 c = c &0x0000000F; 
 lcd_putc(NumToHex(c)); 
} 
 
Pro správnou činnost těchto funkcí je třeba ještě dodat převodní tabulku a makro 
pro převod binárního čísla na ASCII znak podle této tabulky. 
 
const char hex[16] = {  '0','1','2','3','4','5','6','7', 
        '8','9','A','B','C','D','E','F' }; 
#define NumToHex(i)  (hex[(i)]) 
4.2 Užitečné poznámky 
V této podkapitole jsou sepsány některé zajímavé zjištění, které byly během práce 
učiněny. 
− Nepoužívat pointry bez úvodního přiřazení adresy. 
− V případě přepsání hlavičkového souboru si Eclipse nevšimne změny a při spuštění 
překladu zahlásí Nothing to be done. Následkem toho je pak použítí předchozího 
image. Řešení:  clean project. 
− Některé nepochopitelné chyby rovněž lze vyřešit použitím clean project. 
Zjednodušeně lze říci, že pokud si člověk neví rady, je vhodné provést clean project 
a poté znovu spustit překlad. 
− Problem Occured: ´launching LPC2378_flash_download´ has encountered a 
problem. Variable references empty selection: ${project_loc}, jde o chybovou 
hlášku, která se objeví po spuštění programování, pokud není vybrán projekt. 
Řešení: v project exploreru v Eclipse kliknout na daný projekt a pustit akci znovu. 
− Při ručním přidávání souborů *.c do makefile nebo *.h do jednotlivých modulů je 
důležité nepoplést tyto přípony. Důsledkem je nejen nefunkční kód, ale i chyby, 
které na první pohled vůbec nemusí s tímto prohozením souviset. Tento problém se 
muže hledat poměrně těžko. 
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− Kontrolovat warningy na spravnost přetypování. Někdy pokud není použito správné 
přetypovaní, je výsledek špatný. 
− V ISR nikdy nepoužívat proměnné static. ISR lze překládat pouze instrukční sadou 
ARM 
4.3 Konečná podoba vývojového řetězce 
Tato podkapitola krátce popisuje blokové schéma vývojového řetězce ve své konečné 
podobě.  
 
Obr. č.  6: Koncová podoba vývojového řetězce 
− Pro uživatelské rozhraní je použit nástroj Eclipse 
− Pomocné nástroje (make,sh,touch …) využívají projekt YAGARTO 
− Dva překladače GCC, tyto překladače lze volit u každého projektu v souboru 
makefile. Překladače jsou z projektů GNUARM a YAGARTO. 
− Dvě možnosti programování cílového MCU, tyto možnosti lze volit podle 
nastavení Workspace v Eclipse. První možnost využíva stávající programátor 
U-Link, druhá možnost využívá ISP programování. 
− Sada předpřipravených modulů ovladaču, RTOS a TCP/IP stacku. 
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5 ZÁVĚR 
Cílem této práce bylo prověření možnosti realizovat stávající výuku v předmětu MPOA 
s využitím nových vývojových nástrojů, které jsou založeny na  překladači GCC.  
V první části práce se povedlo úspěšně vytvořit základní vývojový řetězec. Stěžejní 
body řetězece jsou: IDE Eclipse, překladač GCC a možnost programování cílového 
MCU. U překladače byla do řetězce přidána možnost volby mezi překladačem 
z projektu GNUARM a YAGARTO. Celkově se lépe osvědčil GNUARM. U možnosti 
programovat cílový MCU byly prakticky ověřeny dvě možnosti. První využívala 
stávající programátor U-Link. Nedostatkem tohoto řešení je nutnost využívání 
obslužného programu uVision studio. Druhá možnost využívá ISP a programování přes 
sériový port PC. Nedostatkem tohoto řešení je značně pomalé programování. Celkově 
se v práci nepovedlo nijak vyřešit možnost ladění aplikací.  
Druhá část práce se věnovala vytvoření ukázkových aplikací pro cvičení 
v předmětu MPOA. V této části byla provedena i tvorba návodů pro: instalaci nástrojů, 
práci s prostředím Eclipse a řešení úloh ve cvičeních. Z celkových sedmi zadání úloh se 
úspěšně povedlo realizovat pět. Tyto úlohy obsahovaly problematiku IRQ, LCD, 
UART, RTOS a TCP. Zbývající dvě nerealizované úlohy se soustředily na USB.  
Tab. č. 1: Závěrečné hodnocení práce 
Schopnosti vývojového řetězce 
schopnost subjektivní hodnocení poznámky 
uživatelské rozhraní velmi dobré trvá dlouho, něž se člověk zorientuje 
překlad vynikající  
ladění nedostatečné nelze 
programování dobré nutnost použití uVision studia 
Realizace úloh z předmětu MPOA 
číslo úlohy subjektivní hodnocení poznámky 
03 (LED driver) výborné  
04 (stavový automat) dobré nefunkční printf 
05 (UART) výborné  
06 (stopky) velmi dobré nedořešená spolupráce s stdio.h 
07 (USB I) nedostačující nezrealizováno 
08 (USB II) nedostačující nezrealizováno 
09 (telnet) výborné  
Celkově práce nedosáhla všech požadavků zadání. Její možnost využití jako 
kompletní náhrady za stávající řešení v cvičeních MPOA se jeví jako nedostatečná. 
Mnohem lépe se jeví její využití v samostatných projektech. Zde může práce nabídnout 
studentům všechny základní nástroje pro vývoj a softwarovou podporu ve formě 
předloh s RTOS, TCP/IP stackem a sadou základních ovladačů. 
Na práci lze navázat v oblasti tvorby ovladače pro podporu USB. Další možností, 
jak na práci navázat, je vývoj ladění aplikací pod GCC. 
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK 
ADC   Analog to Digital Converter 
ARM   Advanced Risc Machine 
ARM7TDMI-S  ARM7 T: Thumb Instruction set 
     D: Includes debug extension 
     M: Enhanced multiplier 32x8 with instructions for    
                                                          64-bit results 
     I: Core has embedded ICE logic extension 
     S: Fully synthesisable 
AVR   řada MCU od firmy Atmel® 
BMPT   MikroProcesorová Technika (předmět na ústavu 
                                               Radioelektroniky) 
COM   seriové rozhraní RS-232 na PC 
CPSR   Current Program Status Register 
DAC   Digital to Analog Converter 
DHCP   Dynamic Host Configuration Protocol 
DMA   Direct Memory Access 
EMC   External Memory Controler  
FIQ   Fast Interrupt reQuest 
GCC   Gnu Compiler Collection 
GDB   GNU Debugger 
GNU   GNU´s Not Unix 
GNU GPL  GNU General Public License 
HW   HardWare 
I2C (IIC)   Inter IC bus  
I2S (IIS)   Inter IC Sound 
IAP   In Aplication Programming 
ICE   In Circuit Emulator 
IDE   Integrated Development Environment 
ISP   In Systém Programming 
ISR   Interrupt Service Routine 
IRQ   Interrupt ReQuest 
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JTAG   Joint Test Action Group 
LCD   Liquid Crystal Display 
LED   Light Emitting Diode 
MAC   Media Access Control 
MAC   vypočetní operace Multiply And aCumulate 
MCU (uC, µC)  MicroController Unit 
MDK keil  Mikro Development Kit keil 
MII   Media Independent Interface 
MPOA   POčitačové Aplikace (předmět na ústavu 
                                               Radioelektroniky) 
OpenOCD  Open On Chip Debugger 
PC   Personal Computer 
PC   Program Counter 
PHY   PHYsical layer, obvykle obvod pro realizaci fyzické 
                                               vrstvy 
PLL   Phase Locked Loop 
PWM   Pulse Width Modulation 
RMII   Reduced MII 
RTC   Real Time Clock 
RTOS   Real Time Operation System 
SPI   Serial Peripheral Interface 
SRAM    Static Random Access Memory 
SW   SoftWare 
TCP   Transmission Control Protocol 
UART   Universal Asynchronous Receiver/Transmitter 
UDP   User Datagram Protocol 
USB   Universal Serial Bus 
VIC   Vectored Interrupt Controller 
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A NÁVODY OBECNÉ 
A.1 Instalace nástrojů řetězce GCC 
1. Nainstalování překladače GNUARM 
− Spustit instalaci 
− Změnit adresář pro instalaci, v názvu nesmí být mezery 
 
− Dokončit zbytek instalace s výchozími volbami 
2. Nainstalovat překladač YAGARTO 
− Spustit instalaci Yagarto Bin Utils 
− Ponechat volbu Add YAGARTO to the PATH variable 
− Změnit adresář pro instalaci, v názvu nesmí být mezery 
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− Dokončit zbytek instalace s výchozími volbami 
3. Nainstalovat tooly YAGARTO 
− Spustit instalaci YAGARTO tools 
− Ponechat volby Make utils a Add the make utils to the PATH variable 
− Změnit adresář pro instalaci, v názvu nesmí být mezery 
− Dokončit instalaci s výchozími volbami 
4. Provést restart PC 
5. Otestovat správnost instalace 
− Spustit příkazový řádek 
− Otestovat překladač GNUARM příkazy: 
arm-elf-gcc --version 
arm-elf-ld --version 
− Otestovat překladač YAGARTO příkazy: 
arm-none-eabi-gcc --version 
arm-none-eabi-ld --version 
− Otestovat nástroje YAGARTA příkazy: 
make --version 
rm --version 
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− Výsledný výpis by měl vypadat přibližně takto: 
 
− Verze nástrojů se mohou lišit, tyto odpovídají nástrojům v elektronické 
příloze 
6. Nainstalovat Javu pro Eclipse 
− Postupovat podle pokynu instalace 
− Není třeba nic měnit, lze provést instalaci podle výchozích voleb 
7. Otestovat správnost instalace Javy 
− Spustit příkazový řádek 
− Otestovat instalaci příkazem: 
java –version 
− Správný výstup by měl vypadat přibližně takto: 
 
8. Nainstalovat Eclipse 
− Rozbalit a uložit na požadované místo 
− V názvu cesty by opět neměly být mezery 
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− Pokud je použit Eclipse obsahující integrované CDT pokračovat bodem 
č.11 
9. Doinstalovat CDT 
− Přeskočit úvodní volbu workspace „OK“, nezatrhávat Use this as the 
default and do not ask again 
− Zvolit: Help->Install New Software… 
 
− Zde tlačítkem „Add“ přidat nový balik 
− Položku Name vyplnit jako CDT 
 
− Tlačítkem „Archive…“ přidat cestu k novému balíku 
− Potvrdit „OK“ 
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− V balíku vybrat tyto položky: 
 
− Upozornění pro instalaci některých položek je nutné připojení 
k internetu !!! 
− Počkat na dokončení instalace, poté provést restart Eclipse 
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10. První spuštění Eclipse  
− Přeskočit úvodní volbu workspace „OK“, nezatrhávat Use this as the 
default and do not ask again 
− Přejít z úvodní obrazovky do Worbench 
 
− Po naběhnutí Workbenche v menu: Windows-Close Perspective 
− Poté: Windows->Open Perspective->Other… zvolit nový pohled C/C++ 
a potvrdit „OK” 
 
− Obsah okna se může lišit podle verze Eclipse 
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11. Prázdné okno Eclipse 
 
12. Pokud okno vypadá takto je instalace dokončena 
− Je vhodné v menu Project vypnout volbu Build Automatically 
A.2 Propojení Eclipse a Keil uVision studio 
V Keil uVision studio nejprve vytvořit projekt: 
− Project -> New uVision Project… 
− Zadat jméno souboru Programator 
− Data base -> NXP -> LPC2378 
− Nevkládat start-up kód !!! 
− Flash -> Configure Flash Tools… -> Output -> Name of Executable  
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− Zadat jméno lpc2378flash.hex  
 
− Flash -> Configure Flash Tools… -> Debug -> Settings -> Max JTAG Clock 
− Zadat hodnotu 200kHz  
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Dále nastavit External Tool pro Eclipse: 
− Run -> External Tools -> External Tools Configurations… 
− Vytvořit nový “New launch configuration” 
− Main -> Name: LPC2378_flash_download (Jméno, které se zobrazí v Eclipse) 
− Main -> Location: Místo kde se nachází spouštěcí soubor uVision studia 
− Main -> Arguments: -f "${project_loc}\keil_prog\program.uvproj" 
− Build -> Build before launch: vypnout 
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A.3 Propojení Eclipse a Flash Magic 
Nejprve nainstalovat utilitu. 
− doporučeno: používat cestu bez mezer (ne Program  Files) 
− doporučeno: restart PC, poté otestovat volání utility na příkazovém řádku: fm 
 
Dále nastavit volání External Tool v Eclipse: 
− Run -> External Tools -> External Tools Configurations… 
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− Vytvořit nový “New launch configuration” 
− Main -> Name: FlashMagic (Jméno, které se zobrazí v Eclipse) 
− Main -> Location: Místo kde se nachází spouštěcí soubor nástroje Flash Magic 
− Main -> Arguments:  
COM(1, 9600) 
DEVICE(LPC2378, 4.000000) 
HARDWARE(BOOTEXEC, 50, 100) 
ERASE(DEVICE, PROTECTISP) 
HEXFILE(${project_loc}\${project_name}.hex, NOCHECKSUMS, NOFILL, 
PROTECTISP) 
VERIFY(${project_loc}\${project_name}.hex, NOCHECKSUMS) 
− Build -> Build before launch: vypnout 
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A.4 Doporučený postup práce s Eclipse a jeho Workspace 
1. Workspace je v podstatě místo (adresář) na pevném disku, kde budou uloženy 
projekty a soubory, které budou viditelné přímo z aktuálního okna Eclipse.   
2. Pro Workspace vytvořit na disku D složku D:\xlogin00\.  
3. Získat složku s nastavením Eclipse (.metadata). Do složky Workspace vložit 
složku (.metadata), která obsahuje nastavení Eclipse. 
4. Spustit Eclipse. 
5. Přepnout se na tuto Workspace File->Switch Workspace->Other… 
 
6. Zde zvolit správně adresář xlogin00. Pozor aby nebyl zvolen adresář o úroveň níž 
nebo o úroveň výš. 
 
7. Potvrdit OK 
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8. Získat šablonu projektu pro realizaci aplikace 
9. Tuto šablonu zkopírovat do složky workspace, v tomto případě D:\xlogin00. 
V názvu složek nepoužívat mezery!!! 
10. V menu File->Import…->General->Existing Project into Workspace 
 
11. V dalším dialogovém okně pomocí tlačítka „Browse“ vybrat složku s kostrou 
projektu 
 
12. Potvrdit „OK“, pokud je vše správně Eclipse najde jediný projekt v dané složce 
s příslušným jménem aplikace 
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13. Takto vypadá správně vybraný projekt, potvrdit Finish 
14. V hlavním okně, v části Project Explorer se objeví nově importovaný projekt 
A.5 Tipy pro ovládání Eclipse 
− Označením proměnné, funkce nebo makra a následným stiskem F3 lze vyhledat 
deklaraci nebo definici neznámého výrazu 
− Stejnou funkci má i přidržení klávesy CTRL a následné najetí kurzorem na neznámy 
vyraz a kliknutí prvním tlačítkem 
− Možnost automatického dokončování. Při stisku kláves CTRL + mezerník se objeví 
našeptávací okno nebo dojde ke kompletnímu doplnění. 
− Rozbalování maker nebo funkcí pomocí klávesy F2. 
− Skupinové tabulátorování, označením potřebné části kódu a následným stiskem 
klavesy TAB (směr doprava) SHIFT + TAB (doleva). 
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B ZVOLENÁ STROMOVÁ STRUKTURA 
PROJEKTŮ 
B.1 Jednoduchý projekt 
 
− Základní složka nese stejné jméno jako 
projekt, zkopírováním a přejmenováním 
této složky vznikne nový projekt 
− Nejpodstatnější soubory jsou přímo v této 
hlavní složce projektu 
− Jednou z podstatných podsložek je 
keil_prog, v této složce je projekt k uVision 
studiu pro možnost programováni 
− Jednotlivé moduly ovladačů, jsou uloženy 
ve vhodně pojmenovaných složkách 
− Základní ovladače jsou tvořeny pouze 
hlavičkovým souborem a souberem .c, tyto 
zakladní ovladače již nemají další 
podsložky  
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B.2 Složitější projekt 
− Složitější části projektu mají další dělení 
na podsložky 
− FreeRTOS a jeho moduly jsou uloženy 
v základní složce pod jménem FreeRTOS 
− uIP a jeho moduly jsou uloženy pod 
složkou Ethernet 
− Pod Ethernetem je vedena i složka 
obsahující ovladač pro MAC 
− Projekty uIP a FreeRTOS mají dvě 
základní složky, include obsahující 
hlavičkové soubory a Source obsahující 
zdrojové kódy určené k překladu 
− Ostatní soubory, které nespadají do těchto 
kategorii jsou co nejvhodněji 
pojmenovány a umistěny na stejnou 
úroveň jako tyto složky 
− Konfigurační soubory pro FreeRTOS a 
uIP jsou umístěny v hlavní složce projektu 
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C UKÁZKY ZDROJOVÝCH KÓDŮ 
C.1 Ovladač EMAC ver.1.1 soubor emac.c 
/* Created on:   30.3.2012 
 * Purpose:  simple EMAC driver for MCB2300 
 * Version:  1.1 
 * Compiler:  GCC 4.5.2 
 * 
 * 12.4.2012: 
 * Remove write_data instruction from init_emac. This call completly disrupt 
 * function 
 * In function send_data_emac change data type of *ptr,*d,*h from long to                        
 * char 
 */ 
 
/***************  Include's  **************************************************/ 
#include "lpc23xx.h" 
#include "emac.h" 
#include "FreeRTOS.h" 
#include "semphr.h" 
#include "task.h" 
#include "uipopt.h" 
 
/***************  Macro's  ****************************************************/ 
 
/***************  Definition's  ***********************************************/ 
#define PHY_ADDRESS  (0x00000100) 
#define PACKET_LENGTH (1536)  //velikost celeho ETH paketu v Bytech 
#define RX_BUF_SIZE  (4) //pocet paketu ktere lze ulozit do ETH RAM 
#define TX_BUF_SIZE  (2) //pocet paketu ktere lze ulozit do ETH RAM 
#define uipTOTAL_FRAME_HEADER_SIZE 54  //prevzato z FreeRTOS DEMA 
 
/***************  Variable's  *************************************************/ 
xSemaphoreHandle xEMACSemaphore = NULL; 
 
/***************  Declaraion's  ***********************************************/ 
static void write_data(unsigned long registr,unsigned long value) 
{ 
 MAC_MCMD = 0; 
 MAC_MADR = PHY_ADDRESS | (registr & 0x0000001F); 
 MAC_MWTD = 0x0000FFFF & value; 
 while(MAC_MIND & 0x00000001); 
} 
 
static unsigned long read_data(unsigned long registr) 
{ 
 MAC_MCMD = 1; 
 MAC_MADR = PHY_ADDRESS | (registr & 0x0000001F); 
 while(MAC_MIND & 0x00000001); 
 MAC_MCMD = 0; 
 return (MAC_MRDD); 
} 
 
void init_emac(void) 
{ 
 //hardwarove zapojeni pouziva RMII 
 volatile unsigned long delay,i; 
 PCONP    = PCONP | 0x40000000;   //power on 
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 PINSEL2   = configPINSEL2_VALUE;  //nastaveni funkcnich pinu 
 PINSEL3   = PINSEL3 | 0x00000005;  //nastaveni pinu 
 MAC_MAC1  = 0x0000BF00;   // reset 
 MAC_COMMAND  = 0x00000034;   // reset 
 MAC_MAC1  = 0x00000002; 
 MAC_MAC2  = 0x00000021;   //CRC zapnout // full duplex -ano 
 MAC_IPGT  = 0x00000015;  //hodnota dle doporuceni datasheetu 
 MAC_IPGR  = 0x00000012; 
 MAC_CLRT  = 0x00003708;  //pocet retransmisi v pripade kolize 8 
 MAC_MAXF  = PACKET_LENGTH;   //maximalni delka paketu 
 MAC_SUPP  = 0x00000100;   //podpora 100Mbps na PHY -ano 
 MAC_COMMAND  = 0x00000640; 
 write_data(0x00,0x8000);   //reset PHY 
 //zde cekat aspon 3 us 
 delay = 72*4; 
 while(delay--); 
 
 MAC_SA0 = 0000; 
  MAC_SA1 = 1234; 
  MAC_SA2 = 5678; 
 
//namapovani pameti pro RX data 
  MAC_RXDESCRIPTOR   = 0x7FE00000;  
// registr procesoru obsahujici pocatecni adresu deskriptoru pro RX 
MAC_RXSTATUS  = 0x7FE00000 + RX_BUF_SIZE*8;  
// registr procesoru obsahujici pocatecni adresu status pameti 
  MAC_RXDESCRIPTORNUM  = RX_BUF_SIZE-1;      
// registr procesoru obsahujici pocet deskriptoru,statusu, a pametovzch mist 
// pro  RX pakety, pouziva se logika zapisu -1 
  MAC_TXDESCRIPTOR  = 0x7FE00000 + RX_BUF_SIZE*8 + RX_BUF_SIZE*8; 
MAC_TXSTATUS = 0x7FE00000 + RX_BUF_SIZE*8 + RX_BUF_SIZE*8 + TX_BUF_SIZE*8; 
  MAC_TXDESCRIPTORNUM  = TX_BUF_SIZE-1; 
for (i = 0; i < RX_BUF_SIZE; i++) 
  { 
(* (volatile unsigned long *) (0x7FE00000 + (8*i)) ) = 0x7FE00000 + 
RX_BUF_SIZE*8 + RX_BUF_SIZE*8 + TX_BUF_SIZE*8 + TX_BUF_SIZE*4 + 
PACKET_LENGTH*i; //deskriptor - pointer na data rx 
(* (volatile unsigned long *) (0x7FE00000 + (8*i) + 4) ) = PACKET_LENGTH | 
0x80000000; //deskriptor - velikost dat plus povoleni interuptu 
(* (volatile unsigned long *) (0x7FE00000 + (8*i) + (8*RX_BUF_SIZE)) ) = 
0x00000000; //vymazani statusu 
(* (volatile unsigned long *) (0x7FE00000 + (8*i) + (8*RX_BUF_SIZE) + 4) ) = 
0x00000000;//vymazani statusu 
} 
//namapovani pameti pro TX data 
for (i = 0; i < TX_BUF_SIZE; i++) 
  { 
(* (volatile unsigned long *) (0x7FE00000 + (8*RX_BUF_SIZE) + (8*RX_BUF_SIZE) 
+ (8*i)) ) = 0x7FE00000 + RX_BUF_SIZE*8 + RX_BUF_SIZE*8 + TX_BUF_SIZE*8 + 
TX_BUF_SIZE*4 + PACKET_LENGTH*RX_BUF_SIZE + i*PACKET_LENGTH; 
(* (volatile unsigned long *) (0x7FE00000 + (8*RX_BUF_SIZE) + (8*RX_BUF_SIZE) 
+ (8*i) + 4) ) = 0x00000000; 
(* (volatile unsigned long *) (0x7FE00000 + (8*RX_BUF_SIZE) + (8*RX_BUF_SIZE) 
+ (8*TX_BUF_SIZE) + (4*i)) ) = 0x00000000; //vymazani statusu 
} 
  MAC_RXCONSUMEINDEX = 0;    //vychozi deskriptor RX 
  MAC_TXPRODUCEINDEX = 0;    //vychozi deskriptor TX 
  MAC_RXFILTERCTRL = 0x00000027;  
  //filtrovani paketu pousti broadcastz, unicast, multicast, a musi sedet adresa 
 
  /* Create the semaphore used ot wake the uIP task. */ 
  vSemaphoreCreateBinary( xEMACSemaphore );  //prevzato z kodu FreeRTOS 
   
  MAC_INTCLEAR = 0x000006FF;   //enable interupt 
  MAC_COMMAND  = MAC_COMMAND | 0x00000003; //enable RX a TX 
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  MAC_MAC1 = 0x00000003;   //enable RX 
} 
 
 
void send_data_emac(void *header, void *data, unsigned long length) 
{ 
 unsigned char index,i; 
 unsigned char *ptr,*d,*h; 
 short x; 
 h = header; //ulozi pointr na hlavicku paketu 
 d = data; //ulozi pointe na data paketu 
 i = length; //ulozi delku paketu 
 index = MAC_TXPRODUCEINDEX;   //nacte index volneho deskriptoru 
 ptr = ( unsigned char *)(* (volatile unsigned long *) (0x7FE00000 + 
        8*RX_BUF_SIZE + 8*RX_BUF_SIZE + index*8));  
//nacte adresu zacatku oblasti RAM kam ukayuje prazdnz descriptor 
 i = uipTOTAL_FRAME_HEADER_SIZE; 
 while(i--) 
 { 
   *ptr++ = *h++; 
 } 
 x = length - uipTOTAL_FRAME_HEADER_SIZE; 
 if(x > 0) 
 { 
  while(x--) 
  { 
   *ptr++ = *d++; 
  } 
 } 
 (* (volatile unsigned long *) (0x7FE00000 + (RX_BUF_SIZE*8) + (RX_BUF_SIZE*8) + 
  4 + (index*8)) ) = length | 0x40000000;  
  //delka paketu plus nastaveni ze tento paket je posledni kterz software poslal 
 index++;   //posun indexu na dalsi deskriptor 
 if(index==TX_BUF_SIZE) 
 { 
  index = 0; //orezani indexu na maximalni hodnotu udanou v TX_BUF_SIZE 
 } 
 MAC_TXPRODUCEINDEX = index;  
  //zmena indexu v DMA timto dojde k odeslani a novy index ukazuje na dalsi volnz 
  //descriptor 
} 
 
unsigned long get_data_emac(char *data) 
{ 
 unsigned char index; 
 unsigned char *ptr; 
 unsigned short length,i; 
    if( MAC_RXPRODUCEINDEX != MAC_RXCONSUMEINDEX )   
    //podminka ze skutecne je novz paket 
    { 
      index = MAC_RXCONSUMEINDEX; 
      ptr = ( unsigned char *)(* (volatile unsigned long *) (0x7FE00000 + 
      index*8));  
      //nacte adresu kde lezi prijatz eth paket 
      length = (0x07FF & (* (volatile unsigned long *) (0x7FE00000 + 
      (8*RX_BUF_SIZE)+ (index*8)) ) ) - 1; 
     i = length; 
     while(i--) 
     { 
      *data++=*ptr++; 
     } 
     index++; 
     if(index==RX_BUF_SIZE) 
     { 
      index=0; 
 63 
     } 
     MAC_RXCONSUMEINDEX = index; 
    } 
    return length; 
} 
C.2 Ovladač EMAC ver.1.1 soubor emac.h 
/* Created on:   30.3.2012 
 * Purpose:  simple EMAC driver for MCB2300 
 * Version:  1.1 
 * Compiler:  GCC 4.5.2 
 */ 
 
#ifndef _EMAC_H_ 
#define _EMAC_H_ 
 
 
void   init_emac  (void); 
unsigned long  get_data_emac (char *data); 
void    send_data_emac (void *header, void *data,  
unsigned long length); 
 
#endif /* _EMAC_H_ */ 
C.3 Kódy funkcí pro zapnutí a vypnutí přerušení 
inline void enable_irq() 
{ 
 long b; 
 __asm__ __volatile__ ( "MRS %0,  CPSR   \n\t" 
     "BIC %0,  %0, #0xC0  \n\t" 
     "MSR CPSR_c, %0      ": "=r" (b)); 
} 
 
inline void disable_irq() 
{ 
 long b; 
 __asm__ __volatile__ ( "MRS %0,  CPSR   \n\t" 
     "ORR %0,  %0, #0xC0  \n\t" 
     "MSR CPSR_c,%0      ": "=r" (b)); 
} 
//prototypy 
extern inline void disable_irq  (void) __attribute__((always_inline)); 
extern inline void enable_irq (void) __attribute__((always_inline)); 
C.4 Ukázka kódu realizující výpis 32 bitu na LED diody 
x   = (unsigned long *) 0xFFFFF110; 
out = (unsigned char) ( (*x&0x000000FF) >> 0 ); 
bar_led(out); 
for(y=0; y<100000;y=y+1); 
out = ~out; 
bar_led(out); 
while( !(((FIO2PIN & (1U<<10))==0))); 
out = (unsigned char) ( (*x&0x0000ff00) >> 8 ); 
bar_led(out); 
for(y=0; y<100000;y=y+1); 
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out = out^0xFF; 
bar_led(out); 
while( !(((FIO2PIN & (1U<<10))==0))); 
out = (unsigned char) ( (*x&0x00ff0000) >> 16 ); 
bar_led(out); 
for(y=0; y<100000;y=y+1); 
out = ~out; 
bar_led(out); 
while( !(((FIO2PIN & (1U<<10))==0))); 
out = (unsigned char) ( (*x&0xff000000) >> 24 ); 
bar_led(out); 
for(y=0; y<100000;y=y+1); 
out = ~out; 
bar_led(out); 
while( !(((FIO2PIN & (1U<<10))==0))); 
C.5 Ukázka kódu pro výpis proměné na LCD 
void lcd_val(unsigned long val) 
{ 
 unsigned long c; 
 c = val; 
 c = c &0xF0000000; 
 c = c >> 28; 
 lcd_putc(NumToHex(c)); 
 c = val; 
 c = c &0x0F000000; 
 c = c >> 24; 
 lcd_putc(NumToHex(c)); 
 c = val; 
 c = c &0x00F00000; 
 c = c >> 20; 
 lcd_putc(NumToHex(c)); 
 c = val; 
 c = c &0x000F0000; 
 c = c >> 16; 
 lcd_putc(NumToHex(c)); 
 c = val; 
 c = c &0x0000F000; 
 c = c >> 12; 
 lcd_putc(NumToHex(c)); 
 c = val; 
 c = c &0x00000F00; 
 c = c >> 8; 
 lcd_putc(NumToHex(c)); 
 c = val; 
 c = c &0x000000F0; 
 c = c >> 4; 
 lcd_putc(NumToHex(c)); 
 c = val; 
 c = c &0x0000000F; 
 lcd_putc(NumToHex(c)); 
}
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D NÁVODY PRO CVIČENÍ V MPOA 
D.1 MPOA-CV03: Tvorba projektů, Práce s Eclipse 
MPOA-CV03: Tvorba projektů, práce s prostředním Eclipse 
Úvod 
Účelem tohoto cvičení je seznamit se s IDE (Integrated Development 
Environment) Eclipse a porozumět tvorbě a spravování projektů větších rozsahů. 
V případě tvorby nového projektu má možnost autor plně rozhodnout o dělení projektu, 
v dnešní době se však často setkáme s nutností používat již existující předlohy. Je tedy 
rovněž nutné naučit se vytvářet zdrojové kódy tak, aby byly čitelné i pro ostatní.  
Zadání 
1. Seznamte se s vývojovým prostředím Eclipse 
2. Na základě dodané kostry projektu pro desku s procesorem ARM LPC2378 
vytvořte ovladač pro sloupcový ukazatel z LED. 
3. Vytvořte ovladač pro 10 bitový A-D převodník. Pro ověření správnosti 
vytvořte aplikaci, která bude signál kanálu 0 (napětí na trimru) zobrazovat 
na sloupcovém ukazateli. 
4. Do projektu zahrňte dodaný ovladač LCD. Vytvořte aplikaci, která po 
přeskočení hodnoty 0x0240 z A-D převodníku vypíše varovné hlášení, 
které zmizí při poklesu pod hodnotu 0x01C0, tj. uplatní se hysterze. 
Vypracování 
Úkol 1.  
Prostředí Eclipse je víceúčelový nástroj kombinující funkce pokročilého textového 
editoru, správce projektů a souborů a možnosti spolupráce s dalšími nástroji. V prvním 
kroku je třeba porozumět základním panelům. Na následujícím obrázku je ukazka 
Eclipse s jedním otevřeným projektem.  
Základní okno se da rozdělit do 4 nejpodstatnějších částí.  
1. Podokno „Project Explorer“ v tomto okně je zobrazen seznam všech 
asociovaných projektů. Otevřené projekty pak lze detailně prohlížet, toto 
prohližení odpovída klasickému stromovému zobrazení souborů. 
2. Podokno textového editoru. V tomto okně jsou otevírány jednotlivé soubory 
a zde probíhá veškerá editace zdrojových kódů. 
3. Podokno obsahující výstup z konzole programu. Zde se zobrazují informace 
během překladu projektu, linkování a nahrávání programu. Pro nás zde 
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nejpodstatnější informace budou varovná hlašení překladače. Errory a 
Warningy. 
4. Poslední důležitá část je horní lišta nástrojů. Zde se nachází dvě rychlé 
volby pro překlad a programování procesoru. „Kladivko“ slouží pro 
spuštění překladu, „Šipka s kufříkem“ slouží pro naprogramování procesoru 
 
Před započetím práce je třeba vždy zkontrolovat spravné nastavení Workspace 
(Pracovní plocha). Jde o pracovní adresář v kterém probíha veškerá činnost Eclipse. 
Toto nastavení lze provést i při startu Eclipse, pokud není tato volba zakázaná.  
Přepnutí do správného adresáře workspace se provede takto: 
File->Switch Workspace->Other… 
 
Je doporučeno používat workspace v tvaru D:\xlogin00. Po přepnutí do tohoto 
workspace již lze importovat kostry projektů. Doporučený postup je tento: Zkopírovat 
složku s projektem do adresáře D:\xlogin00. Zároveň do této složky zkopírovat 
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složku s nastavením Workspace (.metadata). Eclipse musí být vypnut. Jak předlohu 
projektu tak i složku .metadata vám dodá vyučující. 
 
Poté provést import: 
File->Import…->General->Existing Projects into Workspace 
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Po dokončení importu se již nový projekt objeví v podokně Project Exploreru.  
U takto pokročilých IDE lze obvykle nastavit spoustu užitečných podpůrných 
vlastností. Pro nás může být užitečné zejména nastavení Color Syntaxe, nastavení Code 
Style a zobrazení čísel řádků a print margin. Tyto nastavení lze nalézt takto: 
Window->Prefrences->General->Editors-Text Editors 
 
Window->Prefrences->C/C++->Code Style 
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Window->Prefrences->C/C++->Editor->Syntax Coloring 
 
Další užitečné funkce jsou našeptávač a automatické dokončování slov. Tyto volby 
se aktivují CTRL + mezerník. Užitečná je i možnost vyhledávání deklarací. Držením 
klavesy CTRL se všechny výrazy stanou hyperlinky a lze se přes ně dostat na základní 
deklaraci. Princip podobný internetovým prohlížečům. 
Úkol 2. „Ovladač“ pro sloupcový ukazatel 
Ovladač představuje modul, kde je definována sada konstant, maker a funkcí pro 
přístup k jednotlivým periferiím procesoru ať jsou umístěné na společném čipu nebo 
představují samostatné obvody na plošném spoji. Ovladač zprostředkovává jen 
bezprostřední práci s periferií, např. nastavení hodin pro AD převodník, spuštění 
převodu, apod. Měl by obsahovat jen univerzální funkce. Úlohy, jako např. automatické 
ukládání hodnot z AD převodníku, do pole patří do vyššího modulu („středního“ 
ovladače). Uživatelský program by nikdy neměl „obcházet“ hierarchii ovladačů. 
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Hierarchie ovladačů 
Hardwarové zapojení LED je zde: 
 
Schéma zapojení LED na desce MCB2300 
Procesor ARM LPC2378 je vybaven pěti třicetidvoubitovými porty (P0 – P4). 
Každý pin může být nakonfigurován až na 4 různé funkce (obecný I/O pin + 3 
alternativní funkce). Každému portu přísluší sada registrů (user.manual.lpc23xx.pdf, str. 
113 a další).  
registry PINSEL0 – PINSEL9 
Dvojice bitů konfiguruje funkci každého pinu. Pro 5 portů je tak třeba 10 registrů. 
význam bitů: 
00   obecný IO pin (nastaveno po resetu) 
01, 10, 11  alternativní funkce dle tab. 87 až 96 (user.manual.lpc23xx.pdf) 
uživatelský 
modul 
 střední  
ovladač 
ovladač 
periferie 
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registry PINMODE0 – PINMODE9 
Dvojice bitů konfiguruje připojení pomocného rezistoru na pin. Uplatní se pouze u 
pinů definovaných jako vstupní. 
význam bitů: 
00   pull-up rezistor (nastaveno po resetu) 
01   nevyužito 
10   bez rezistoru 
11  pull-down 
Přiřazení je podrobně popsáno v tabulkách 98 až 107. V dalších registrech odpovídá 
každému pinu jeden bit. 
registry FIO0DIR – FIO4DIR 
Určení směru pinu  
0  vstupní (nastaveno po resetu) 
1  výstupní 
registry  FIO0PIN – FIO4PIN 
  FIO0SET – FIO4SET 
  FIO0CLR – FIO4CLR 
  FIO0MASK – FIO4MASK 
Pomocí registru FIOxPIN je možné nastavit nebo přečíst hodnotu celého portu 
„tradičním“ způsobem (např. FIO0PIN=0x00000001). 
Registry FIOxSET a FIOxCLR slouží k nastavení nebo vynulování jen některých pinů 
podle nastavených bitů slova, které do registru uložíme. 
FIO0SET = 0x00000002;   nastaví P0.1 na 1, ostatní piny beze změny 
FIO0SET = 0x00000003;   nastaví P0.0 a P0.1 na 1 
FIO0CLR = 0x00000002;   vynuluje P0.1 
FIO0CLR = 0x00000003;   vynuluje P0.0 a P0.1 
FIO0CLR = 0x0;    bez účinku 
Registry FIOxMASK umožňují nastavit masku, která určuje piny, pro které budou 
povoleny operace pomocí registrů FIOxPIN, FIOxSET a FIOxCLR. Hodnota 0 
příslušného bitu znamená, že operace jsou povoleny. 
FIOxMASK = 0x0; operace povoleny se všemi piny 
FIOxMASK = 0x7FFFFFFF; operace povoleny jen s pinem P0.31 
Ke všem registrům FIOxxxx existují varianty pro ovládání  
horních nebo spodních 16 bitů:  např. FIO0CLRH a FIO0CLRL  
po bajtech:     např. FIO0CLR0 až FIO0CLR3 
Pro ovladač je v projektu již předpřipraven soubor led_drv.c. Druhý soubor 
ovladače je třeba ještě doplnit. Jde o hlavičkový soubor ovladače. Účel tohoto souboru 
je poskytovat ostatním souborům funkce daného ovladače. Hlavičkový soubor v tomto 
případě slouží jako popis rozhraní mezi ovladačem a vyššími moduly. 
Někdy je možno i hlavičkový soubor využít pro realizování některých funkcí 
ovladače. Např.: 
#define bar_led(leds) (FIO2PIN0 = (leds)) 
Užitečné je definovat i makra pro rychlý přístup: 
#define BARLD0 0x01 //0000 0001 
#define BARLD1 0x02 //0000 0010 
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#define BARLD2 0x04 //0000 0100 
...  
Poslední součástí souboru led_drv.h bude definice prototypů funkcí. Ta může 
vypadat takto: 
void led_init(void); 
void bar_graph(unsigned char val); 
V souboru led_drv.c pak bude třeba vytvořit celkem dvě funkce. První funkce bude 
inicializační funkce ovladače. Druhá funkce bude funkce poskytována ovladačem pro 
přístup k LED diodám. Je možné vytvořit i další funkce pro přístup k LED diodám, 
např. funkce pro přístup k každé diodě samostatně. Tyto funkce nejsou požadovány 
zadáním. 
V inicializační funkci je třeba správně nakonfigurovat registr pro směr portu. Dále 
je vhodné provést uvedení výstupu do výchozího stavu. (LED nesvítí). Toto lze 
realizovat např. takto: 
void led_init(void) 
{ 
 FIO2DIR |= 0x000000FF; 
 FIO2CLR  = 0x000000FF; 
} 
Druhá funkce realizující vykreslení bargrafu.  
void bar_graph(unsigned char val) 
{ 
 //doplňte 
} 
Pro ověření funkce je třeba ještě dokončit hlavní modul main.c. Program pro 
otestování funkce může vypadat takto: 
void delay(void)  
{ 
unsigned int j; 
for(j=0; j<50000U; j++); 
} 
 
while (1)  
{ 
for (i=0; i<255; i++)  
{ 
bar_graph(i); 
delay(); 
} 
} 
 
Úkol 3. „Ovladač“ pro AD převodník 
Na čipu procesoru se nachází 10-ti bitový AD převodník s postupnou aproximací. 
Tento převodník je řízen registrem AD0CR. Dokumentaci převodníku lze opět nalézt 
v katalogovém listu procesoru.  
V přiloženém ovladači je již realizována funkce pro inicializaci. Chybí pouze 
dokončit funkci pro převod. Tato funkce se bude sestávat ze tří kroku. 1. Spuštění 
převodu, 2. čekání na výsledek, 3. vrácení výsledku. 
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Možné řešení je toto: 
 AD0CR |= (1 << 24); 
 while ((AD0GDR & 0x80000000) == 0); 
 return (AD0GDR >> 6) & 0x03FF; 
Po dokončení tohoto ovladače již lze realizovat úlohu pro převod napětí z trimru na 
ukazatel z LED. Hlavní smyčka programu potom může vypadat takto: 
/* nekonecna smycka */ 
while(1) 
{ 
 /* mereni na adc */ 
 in_adc = adc_get0(); 
/* zobrazeni dat na LED */ 
 bar_graph((unsigned char)(in_adc/4)); 
} 
Úkol č.4. Dokončení aplikace s LCD 
Posledním krokem je dokončení aplikace přidáním vypisu hlášení na LCD. Pro 
využití LCD je zde již hotový ovladač. Tento ovladač poskytuje tyto funkce: 
void lcd_init( void ) ;  // inicializace lcd displeje 
void lcd_clrscr( void ) ;  // vymazání obsahu displeje 
void lcd_command( char ) ; // zápis 1bytové instrukce do lcd displeje 
void lcd_data( char ) ; // zápis 1bytového datového slova do lcd displeje 
void lcd_write( char, char ) ; // zápis instrukce nebo dat do lcd displeje 
void toggle_e( void ) ; // realizace jednoho "enable" pulsu pro lcd displej 
void lcd_gotoxy( char, char ) ; // přesun kurzoru na pozici x,y lcd displeje 
void lcd_putc( char c ) ;  // zobrazení jednoho znaku na lcd displeji 
void lcd_puts( const char *s ) ; // zobrazení řetězce znaků na lcd displeji 
void lcd_newline( void ) ; // skok na nový řádek lcd displeje 
void lcd_firstline( void ) ; // skok a vymazání prvního řádku lcd displeje 
void lcd_secondline( void ) ; // skok a vymazání druhého řádku lcd displeje 
 Úprava programu pro zobrazování chyby potom může vypadat například takto: 
  /* zobrazovani chyby na LCD */ 
  if(in_adc > 0x0240) 
  { 
   lcd_gotoxy(1,1); 
   lcd_puts("Chyba"); 
  } 
  if(in_adc < 0x01C0) 
  { 
   lcd_gotoxy(1,1); 
   lcd_puts("     "); 
  } 
D.2 MPOA-CV04: Aplikace stavový automat 
MPOA-CV04: Stavový automat – víceúlohové aplikace 
Úvod 
Účelem tohoto cvičení je seznámit se s problematikou víceúlohových aplikací a 
jejích řešením pomocí stavových automatů. Spravně vytvořená aplikace využívá v co 
nejmenší míře „dlouhé“ čekací smyčky, ve kterých procesor nemůže zpracovávat další 
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požadavky. Např. při jednoduchém čekání ve smyčce na odeznění zákmitů po stisku 
tlačítka je velmi problematické ještě číst data z A-D převodníku, apod.  
Zadání 
1. Vytvořte jednoduchou aplikaci, která bude pomocí tlačítka inkrementovat 
proměnnou (unsigned char). Obsah této proměnné zobrazujte na LCD 
displeji v hexadecimálním formátu. Pro tlačítko vytvořte příslušný ovladač. 
2. Rozšiřte tuto aplikaci o realizaci stavového automatu a druhou úlohu, kde 
„poběží“ LED dioda na sloupcovém ukazateli. Interval posunu LED bude 
0,5s. 
Úkol 1: „Ovladač“ tlačítka 
 
Schéma zapojení tlačítka na desce MCB2300 
Na přípravku je jedno tlačítko připojené na P2.10. Ovladač kbd_drv bude v tomto 
případě pouze poskytovat makro pro testování stavu tohoto pinu. Neprovádí se žádné 
ošetření zákmitů mechanických kontaktů. 
Inicializace se provede voláním makra 
kbd_init(); 
Testování stisku tlačítka se provede makrem 
b0psh(); 
které vrací hodnotu true (≠0), pokud je tlačítko stisknuto. Obě makra jsou velmi 
jednoduchá. „Funkční“ styl volání (se závorkami) dovoluje eventuální implementaci 
jako standardní C funkce v případě změny zapojení. 
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Zpoždění 
Pro pokusy s klávesnicí je vhodné mít k dispozici funkci pro zpoždění. Možné 
řešení může být následující: 
#define DCONST 6000U 
void delay_ms(unsigned int ms) { 
volatile unsigned int i; 
for(; ms; ms--) 
for(i=0; i<DCONST; i++); 
} 
 
Výpis proměné na LCD 
Pro výpis proměné na LCD je již předpřipraveno makro a pomocná tabulka. 
const char hex[16] = { '0','1','2','3','4','5','6','7', 
      '8','9','A','B','C','D','E','F' }; 
 
#define NumToHex(i)  (hex[(i)]) 
S využitím tohoto makra pak zápis proměnné unsigned char na LCD může vypadat 
takto: 
lcd_putc(NumToHex((cislo & 0xF0) >> 4)); 
lcd_putc(NumToHex(cislo & 0x0F)); 
 
Hlavní modul main.c 
Základem programu bude nekonečná smyčka. Řešení bez ošetření zákmitů by 
mohlo vypadat následovně: 
unsigned char cnt=0; 
/* LCD */ 
lcd_init(); 
lcd_clrscr(); 
/* KBD */ 
kbd_init(); 
lcd_puts("0x00"); 
while (1)  
{ 
while (!b0psh()); /*čekání na stisk*/ 
cnt++; 
lcd_gotoxy(0,0); 
lcd_puts("0x"); 
 lcd_putc(NumToHex((cnt & 0xF0) >> 4)); 
lcd_putc(NumToHex(cnt & 0x0F)); 
while (b0psh()); /*čekání na uvolnění*/ 
} 
Úkol 2: Stavový automat 
Použití stavových automatů vyžaduje existenci systémových hodin. Čas je 
reprezentován celočíselným údajem, který vyjadřuje počet násobků základního 
časového kvanta. V této úloze bude systémový čas generován pomocí přerušení 
vyvolaného časovačem 0. Základní funkce jsou v modulu timer_drv. V souboru 
timer_drv.h je předpřipravené makro pro výpočet času.  
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Inicializace se provádí pomocí funkce 
 
timer_init(TIME_INTERVAL_ms(10)); 
 
kde TIMER_INTERVAL_ms(10) je symbolická číselná konstanta udávající počet cyklů 
časovače odpovídající intervalu 10ms, po jehož uplynutí se vyvolá přerušení. Obsluha 
přerušení inkrementuje proměnnou timer_counter, která udává „lokální čas“. 
 
static void  Timer0Handler (void) 
{   
    T0IR = 1;   /* clear interrupt flag */ 
    timer_counter++; 
    VICVectAddr = 0; /* Acknowledge Interrupt */ 
} 
 
Čtení systémového času se provádí funkcí 
 
unsigned int sys_time(); 
 
Každá úloha bude představovat samostatnou funkci. Např. task_kbd, task_led atd. 
Hlavní smyčka programu bude velmi jednoduchá: 
  
 /* inicializace */ 
 led_init(); 
 lcd_init(); 
 timer_init(TIME_INTERVAL_ms(10)); 
 lcd_clrscr(); 
 lcd_puts("MPOA: CV 04"); 
 
 /* nekonecna smycka */ 
 while(1) 
 { 
  task_kbd(); 
  task_led(); 
 } 
Funkce pro realizaci úlohy „běžícího světla“ může vypadat např. takto: 
void task_led(void) 
{ 
 static unsigned long time; 
 static unsigned char led = 1; 
 if((sys_time() - time) > 10) 
 { 
  Led = led<<1; 
  if(led == 0) led = 1; 
  bar_led(led); 
  time = sys_time(); 
 } 
} 
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Funkce realizující stavový automat má již předpřipravenou kostru, kde se využíva 
proměnná typu ENUM. Tato proměnná je velice vhodná pro použití ve stavovém 
automatu. Diagram stavového automatu by mohl vypadat např. takto: 
  
D.3 MPOA-CV05: UART 
MPOA-CV05: Sériová komunikace, RTOS 
Úvod 
Cílem cvičení je ukázat možnosti při řešení sériové komunikace mezi počítačem a 
mikroprocesorovou aplikací a využití operačního systému reálného času FreeRTOS. 
Zadání 
1. Na základě předchozích cvičení napište program pro přípravek MCB2300, 
který bude měřit napětí na analogovém vstupu s nízkou frekvencí 
(T = 200ms a více). Naměřené vzorky budou odesílány do PC v textové 
formě. Z PC bude možné nastavovat periodu vzorkování nebo je úplně 
zastavit. Aplikace bude pracovat v kooperativním multitaskingu. 
2. V operačním systému reálného času FreeRTOS realizujte aplikaci se 
stejnou funkčnostní jako v bodě 1. 
Úkol 1 
Pro tento úkol je předpřipravená šablona MPOA_CV_5a. V této šabloně je již 
k dispozici ovladač uart.c. Tento ovladač poskytuje celkem 3 funkce.  
char    UARTGetChar ( unsigned long portNum); 
unsigned long  UARTInit ( unsigned long portNum,  
         unsigned long Baudrate ); 
void    UARTSend ( unsigned long portNum, char 
                        *BufferPtr, unsigned long Length ); 
Vnitřní provedení tohoto ovladače obsahuje kruhový přijímací buffer o délce 128B. 
Data z tohoto bufferu lze vyčítat pomocí funkce UARTGetChar. Tato funkce vrací 
jeden znak. V případě, že je buffer prázdný vrací funkce hodnotu (0xFF)hex = (-1)dec. 
release  
debounce  
idle  b0psh() && t>T 
+ obsluha 
b0psh() 
!b0psh() && t>T 
!b0psh()  
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Funkci je třeba předávat parametr číslo portu UARTu, z kterého chceme číst. 
Funkce UARTInit je inicializační funkce, která se volá při startu procesoru a 
nastaví příslušné parametry UARTu. Funkci je třeba předat dva argumenty, číslo portu 
UART a požadovanou rychlost.  
Např: 
UARTInit(0,9600); 
Toto zavolání funkce inicializuje UART 0 (na desce konektor COM 0) a nastaví 
rychlost komunikace na 9600 Bd. Tuto funkci je třeba volat ještě před vstupem do 
nekonečné smyčky. 
Poslední funkce ovladače slouží k odesílání dat přes UART. Funkci se předávají 
celkem tři parametry. První je číslo portu UART, druhý je ukazatel na paměť, kde leží 
data a poslední je délka dat. Připravení dat a následné odesílaní na UART může vypadat 
např. takto: 
uart_out[0] = 'A'; uart_out[1] = 'h'; uart_out[2] = 'o';  
uart_out[3] = 'j'; uart_out[4] = '!'; 
UARTSend(0,uart_out,5); 
Provedení aplikace v kooperativním multitaskingu znamená, že oba procesy musí 
vědomě předávat řízení a nesmí se stát, že se program v jednom z procesů zastaví. Toto 
zastavení by mělo za následek zastavení celé aplikace. Pro řízení aplikace využijeme 
opět modul Timer0, který bude realizovat funkci systémových hodin. Tyto hodiny 
budou řídit obě úlohy. 
První úlohu realizující odesílání dat na UART bude realizovat funkce task_adc. 
V této funkci je třeba vždy změřit napětí na ADC převodníku, zpracovat jej a poslat 
v příslušném tvaru na rozhraní UART 0. Formát komunikace by měl vypadat takto: 
 
Axy<CR><LF> (0x41 | x | y | 0x0D | 0x0A) 
 
kde znak CR(Carriage Return) je návrat vozíku, znak LF (line feed) je znak konce 
řádku. Znaky x a y jsou ASCII znaky hexadecimálního vyjádření naměřené hodnoty. 
Znak x je vyšší část (horní nibble – 4b), znak y pak část nižší. Pro snadný převod je 
předpřipraveno makro: 
NumToHex(i); 
Toto makro vrátí ASCII kód spodního nibble proměné i. 
Druhá část úlohy realizující příjem dat z PC a řízení vzorkování bude realizována 
ve funkci task_cmd. V této funkci je již předpřipravena část kódu realizující příjem dat. 
Pro dokončení této funkce je třeba dopsat kód pro vyhodnocování příkazů z PC. Platné 
příkazy jsou: 
R<CR><LF> - spuštění vzorkování 
S<CR><LF> - zastavení vzorkování 
Ix<CR><LF> - nastaví interval podle vzorce Tvz=T0+200*x; (např. 
I5<CR><LF>) 
kde T0 je výchozí interval 200ms, x je číslo mezi 0 až 9, přičemž 0=0ms 
9=1800ms. V příkazech se rozlišují malá a velká písmena. 
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Úkol 2 
Použití RTOS mění filozofii programování. Základem již není hlavní smyčka, ale 
tzv. úlohy, které spolu komunikují prostřednictvím některého standardního mechanismu 
(semafory, zprávy, mailboxy). Každá úloha obsahuje vlastní nekonečnou smyčku. 
Úlohu vytváříme tak, jakoby v MCU byla sama a zároveň komunikovala s jinými 
úlohami na „jiných“ procesorech. 
Jednoduché RTOS neomezují přístup k hardwarovým prostředkům (k tomu není 
ani podpora v použitém MCU). Je možné paralelně s RTOS např. využívat systém 
přerušení. Nevhodně napsaná úloha tak může znehodnotit celou aplikaci. Ochrana 
paměti a systém privilegovaných úloh je výsadou až „výšších“ procesorů. 
V předpřipraveném projektu MPOA_CV_5b jsou již připraveny soubory jádra 
systemu FreeRTOS. Základní konfigurace FreeRTOS se provádí v souboru 
FreeRTOSConfig.h. Zde je již přednastaveno vše potřebné. Nejpodstatnější parametry 
jsou: 
#define configUSE_PREEMPTION 1 
použití preemptivního multitaskingu 
#define configTICK_RATE_HZ ( ( portTickType ) 1000 ) 
nastavení kmitočtu tiků v Hz 
#define configTOTAL_HEAP_SIZE ( ( size_t ) ( 8192 )) 
nastavení velikosti Heap, jde o paměť kde FreeRTOS ukláda Stacky jednotlivých 
úloh 
 V dodané kostře projektu je třeba dokončit task pro adc. Možné řešení tohoto tasku 
může vypadat takto: 
void task_adc( void *pvParameters ) 
{ 
 char uart_out[5]; 
 short napeti; 
 portTickType xNextWakeTime; 
 xNextWakeTime = xTaskGetTickCount(); 
 while(1) 
 { 
    vTaskDelayUntil( &xNextWakeTime, DelayMS(200*rychlost) ); 
    if(vzorkovani == ON) 
    { 
  napeti = adc_get0(); 
  napeti = napeti / 4; 
  uart_out[0] = 'A'; 
  uart_out[2] = NumToHex(napeti & 0x000F); 
  uart_out[1] = NumToHex((napeti & 0x00F0) >> 4); 
  uart_out[3] = CR; 
  uart_out[4] = LF; 
  UARTSend(0,uart_out,5); 
    } 
 } 
}  
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V druhém tasku je opět potřeba doplnit reakce na příkazy z PC. Toto řešení může 
vypadat takto: 
case 'R': 
 vzorkovani = OFF; 
break; 
case 'S': 
 vzorkovani = ON; 
break; 
case 'I': 
 cmdarray[1] -= 0x30; 
if( cmdarray[1]<10 ) 
 { 
   rychlost = 1 + cmdarray[1]; 
 } 
break; 
Pro možnost časování poskytuje systém FreeRTOS čítač tiků a tím umožňuje 
každému tasku měřit relativní čas s rozlišením jednoho tiku. V našem případě je 
frekvence tiků 1 kHz. Časové rozlišení tiků je tedy 1 ms. Funkce, které FreeRTOS 
poskytuje jsou tyto: 
xTaskGetTickCount(); 
tato funkce vrací hodnotu vnitřního čítače tiků 
vTaskDelayUntil(); 
tato funkce slouží pro periodické spouštění úlohy 
vTaskDelay(); 
tato funkce slouží pro zpoždění, které je provedeno jen jednou 
Více informací k funkcím systému FreeRTOS lze získat na: 
 <http://www.freertos.org/a00106.html>. 
D.4 MPOA-CV06: Stopky s RTOS 
MPOA-CV06: Použití RTOS 
Úvod 
Cílem cvičení je řešení víceúlohové aplikace s použitím prostředků operačního 
systému reálného času FreeRTOS. 
Zadání 
1. Na základě předchozích cvičení vytvořte aplikaci, která bude realizovat 
hodiny (1. řádek LCD) spolu se stopkami (2. řádek LCD). Ovládání stopek 
bude pomocí tlačítka na přípravku s využitím přerušení. 
Úkol 1 
V dodané kostře projektu již máte předpřipraveny dva procesy. První proces bude 
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realizovat hodiny, druhý bude realizovat stopky. Jelikož časový údaj se obecně skláda 
z několika čísel s různým významem, je vhodné pro tuto aplikaci použít vlastní typ 
proměnné. 
V jazyce C se vlastní typy deklarují klíčovým slovem typedef. V našem případě 
již máme nadefinován typ time takto: 
 
typedef struct 
{ 
unsigned char hh; //hodiny 
unsigned char mm; //minuty 
unsigned char ss; //vteriny 
unsigned char ms; //desetiny vteriny 
} time; 
 
Pro další zjednodušení úlohy máte v hlavním souboru main.c předpřipravenou 
funkci pro zformátování datového typu time na řetězec znaků char. Tato funkce se 
jmenuje print_time() a očekává dva parametry. První je ukazatel na řetězec char, 
druhý je ukazatel na proměnnou typu time. V prvním procesu task_hodiny je již 
realizována ukázka jak použít proměnnou time a jakým způsobem realizovat výpis na 
LCD. Připravenou kostru je tedy možné přeložit a nahrát do desky MCB2300. Po 
spuštění aplikace by se na LCD měl objevit nápis:  
MPOA: CV 06 
Cas:11:00:11:x 
 
Přičemž na místě x budou neustále probíhat čísla od 0 do 9.  
Prvním krokem pro zrealizování požadované aplikace může být dokončení procesu 
realizující hodiny. Zde je třeba dokončit inkrementaci proměnné obsahující čas. Pro 
inkrementaci vteřin je možno použít takovýto kód: 
 
if(cas.ms == 10) 
{ 
cas.ms = 0; 
cas.ss++; 
if(cas.ss == 60) 
{ 
   cas.ss = 0; 
} 
} 
 
Obdobným způsobem lze realizovat i inkrementaci minut a hodin.  
Dalším krokem je doplnění ovladače tlačítka o využití přerušení. Jelikož, jádro 
ARM má jen dva přerušovací vstupy (IRQ a FIQ). Je v MCU integrován pomocný blok 
VIC (Vectored Interrupt Controller). Tento blok umožňuje jakoby sloučit všechna 
přerušení do jednoho a to použít pro jádro. Při nastavení jednotlivých přerušení je tedy 
třeba správně nastavit VIC. 
Ovladač tlačítka je již předpřipraven ve složce KBD a skláda se ze dvou souborů. 
Jde o soubory kbd_drv.c a kbd_drv.h. V našem případě je třeba dokončit v modulu 
kbd_drv.c funkci pro inicializaci ovladače a dále vytvořit funkci pro obsluhu přerušení, 
tzv. ISR funkci. Ve funkci kbd_init je třeba správně nastavit hodnoty předpřipravených 
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registrů. Údaje pro jejich nastavení lze zjístit z katalogového listu MCU. Posledním 
krokem v inicializaci je nastavení ukazatele na funkci ISR (Interupt Service Routine). 
Tento ukazatel je třeba předat do VIC, který jej předá v případě přerušení do jádra. 
Nastavení tohoto ukazatele se provede takto: 
 
install_irq(EINT0_INT,(void *)kbd_handler,LOWEST_PRIORITY);   
 
Přičemž argument (void *)kbd_handler odpovída adrese funkce ISR. Dalším 
krokem je vytvořením samotné ISR funkce. Jde o funkci, která je již připravena 
kbd_handler. Jelikož jde o ISR funkci je třeba ji speciálně označit. V našem případě se 
označení provede u prototypu funkce v souboru kbd_drv.h takto: 
 
void  kbd_handler (void) __attribute__ ((interrupt("IRQ"))); 
 
V samotné funkci pro obsluhu přerušení je pak třeba provést následující kroky:  
1. Vynulovat požadavek IRQ 
2. Provést obsluhu 
3. Ukončit ISR 
Toto provedení může vypadat takto: 
 EXTINT  = 0x00000001; //vynulovani IRQ 
 tlacitko   ^= 0xFF;  //invertovani promene tlacitko 
 VICVectAddr = 0x00000000; //ukonceni ISR 
V tomto případě je využita deklarována proměná tlacitko, jejiž stav je znegován. 
Po dokončení ovladače kbd pro tlačítko jej lze otestovat v hlavním modulu main.c. Pro 
možnost propojení modulu main.c a kbd_drv.c slouží proměná tlacitko. Otestování 
ovladače lze provést v druhém procesu následujícím kódem: 
void task_stopky( void *pvParameters ) 
{ 
 while(1) 
 { 
   bar_led(tlacitko); 
 } 
} 
V tomto případě dojde při stisku tlačítka k rozsvícení nebo zhasnutí všech LED 
diod.  
Posledním krokem k dokončení celé aplikace je realizace úlohy stopky. Jelikož obě 
úlohy budou přistupovat k LCD je třeba zavést mechanizmus pro hlídání přístupu. 
V případě , že by obě úlohy začly zapisovat na LCD zároveň dojde k chybě a výstup na 
LCD nebu korektní. Systemy RTOS pro tyto účely zavádí meziprocesovou komunikaci.  
Systém FreeRTOS poskytuje celkem 5 nástrojů pro komunikaci mezi procesy. Jde 
o Mutex, Rekurzivní mutex, Binární semafor, čítací semafor a Frontu.  
Fronta: 
Je určena pro realizaci vstupních bufferru procesů. Její velikost lze při vytváření 
zvolit. Fronta umožňuje mezi procesy předávat bloky dat. 
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Mutex: 
Jde o jednobitovou proměnou určenou pro přístup ke sdíleným zdrojům. Př: LCD, 
pamět. Pro ovládání této proměné systém poskytuje dvě funkce. Take a Give. Pokud 
chce proces přistoupit ke sdílenému zdroji musí si nejprve přivlastnit (TAKE) příslušný 
mutex. Tímto dá ostatním na vědomí, že k zdroji se právě přistupuje. Po skončení 
komunikace musí příslušný proces, který si mutex přivlastnil provést jeho vrácení 
(GIVE). 
Rekurzivní Mutex: 
Od obyčejného Mutexu se liší možností opakovaného přivlastnění a vrácení. Pro 
práci s tímto mutexem je třeba zachovat rovnost mezi počtem přivlastnění a vrácení. 
Binární semafor:  
Je stejný jako Mutex ale nemá mechanismus priorit.  
Čítací semafor: 
Od obyčejného se liší vnitřním čítačem, který sleduje počet přivlastnění. 
Pro použití Mutexu je nejprve třeba jej vytvořit a inicializovat. Deklarace mutexu 
se provede ve stejne sekci kódu jako deklarace proměnných. 
muj_mutex xSemaphore; 
Pro inicializaci slouží funkce:  
muj_mutex = xSemaphoreCreateMutex(); 
Po inicializaci je již možno mutex využívat. Správné použití mutexu může vypadat 
takto: 
if( xSemaphoreTake( muj_mutex, ( portTickType ) 100 ) == pdTRUE ) 
{ 
 lcd_gotoxy(0,0); 
 lcd_puts("Stopky:"); 
 print_time(data_lcd,ptr_cas); 
 lcd_puts(data_lcd+3); 
 xSemaphoreGive( xSemaphore ); 
} 
Tímto způsobem je třeba přistupovat k LCD v obou procesech. 
D.5 MPOA-CV09: Telnet aplikace 
MPOA-CV09: Síťová komunikace 
Úvod 
Cílem cvičení je ukázat možnosti využití komunikace protokolem TCP pro 
mikroprocesorové aplikace. 
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Zadání 
1. Seznamte se s jednoduchou ukázkovou aplikací pro komunikaci mezi PC a 
přípravkem MCB2300. 
2. Vytvořte aplikaci pro terminálové připojení k přípravku programem telnet 
(TCP port 23). Komunikace bude v ASCII režimu. Implementujte příkazy 
„help“ pro vypsání menu a „start“ / „stop“ pro spuštění nebo zastavení 
LED. Úlohu řešte v systému FreeRTOS. Při připojení k přípravku by se 
měla zobrazit v telnetu uvítací zpráva. 
Úkol 1 
Pro rychlejší pochopení principu tvorby aplikací s TCP protokolem, je v dodané 
kostře k projektu již vytvořena jednoduchá aplikace. Pro její úspěšné zprovoznění je 
potřeba provést několik základních kroků. 
− V souboru /Ethernet/uIP/main_uIP.c je třeba zadat správnou IP adresu, tuto 
adresu přidělí vyučující. Adresa je definována v sekci definic.  
/* IP address configuration. */ 
#define uipIP_ADDR0  192 
#define uipIP_ADDR1  168 
#define uipIP_ADDR2  1 
#define uipIP_ADDR3  x 
− Ve stejném souboru je třeba nastavit naslouchání na portu 23. Toto se 
provede příkazem uip_listen(HTONS( 23 )); , tento příkaz je třeba 
volat ve funkci task_uIP před vstupem do obslužné smyčky. 
− Posledním krokem je výběr verze MCU. Jelikož v laboratoři se nachází dvě 
různé serie MCU je třeba vybrat správné MCU. Tento výběr se provede 
v souboru /FreeRTOSConfig.h. Zde jsou již předdefinovány makra pro 
změnu MCU. Pokud si nejste jisti, vyzkoušejte obě varianty. Event. 
požadejte vyučujícího o pomoc. 
Po dokončení těchto úprav je aplikace připravena. Proveďte její překlad a nahrání 
do cílového MCU. Po uspěšném nahratí programu otevřete v PC příkazový řádek a 
ověřte spojení příkazem „ping“. V případě uspěšného spojení pokračujte dále spuštěním 
programu telnet. Program lze spustit z příkazové řádky příkazem „telnet“ . Po spuštění 
programu telnet proveďte připojení na vaší aplikaci příkaz „o aa.bb.cc.dd“, kde 
aa,bb,cc,dd je IP adresa vaší desky. V případě úspěšného připojení by se na přípravku 
měla rozsvítit LED dioda P2.7. Tímto je navázáno spojení mezi PC a vyvojovou 
deskou. Aplikace v MCU dále poskytuje dvě jednoduché funkce, jde o rozsvěcování a 
zhasínaní LED P2.6 a P2.5. Tyto LED změní svůj stav při příjmu správného znaku. 
Znak, který je potřeba poslat najdete v zdrojovém kódu v souboru /main.c v funkci 
TCPcallback. V případě ukončení spojení by pak mělo dojít k zhasnutí LED P2.7. 
Úkol 2 
Protokol Telnet je velice jednoduchý protokol využívající spojení typu klient-
server. Server naslouchá na portu 23. Jako transportní vrstva se využívá TCP. Samotná 
komunikace je obousměrná a probíha v podobě přenosu 8bitových textových znaků 
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(obvykle ASCII). Hlavním využitím tohoto protokolu je dálkové ovládání zařízení a 
jejích konfigurace pomocí textového terminálu.  
Na základě předchozí ukázkové úlohy je již možné realizovat celou aplikaci pro 
komunikaci dle požadavků zadání. Prvním krokem může být zobrazení uvítací zprávy. 
Pokud se podíváme na předchozí aplikaci, zjístíme že při připojení a navázaní spojení 
došlo k rozsvícení LED P2.7. Na toto místo je tedy třeba dopsat potřebnou část kódu. 
Tento kód by měl odeslat paket do PC, v kterém bude uvítací zpráva v ASCII kódu.  
Vytvoření dat pro paket a následné odeslání paketu s těmito daty lze provést např. 
takto: 
 
i = sprintf(uip_appdata,"Ahoj,pro vice informaci napis \"Help\" \r\
n>"); 
uip_send(uiAp_appdata, i); 
 
Pro zjednodušení tvorby formátovaného textu lze využít standardní funkce, které 
poskytuje knihovna stdio.h. Jednou z těchto funkcí je sprintf. Její použití je vidět 
v ukázce. Funkce zformátuje vstupní text a uloží jej do proměnné uip_appdata. Tuto 
proměnnou poskytuje uIP (TCP) stack. Příkazem uip_send je pak odeslán paket 
obsahující data z proměnné uip_appdata o délce i.  
Dalším krokem je zpracovávání přijímaných dat. TCP spojení představuje z 
pohledu uživatele „rouru“. Není možné spoléhat, že se příkaz (tj. řádek) přenese jedním 
paketem. Na straně příjmu se musí data skládat do bufferu a v případě příjmu znaku CR 
se buffer prohlásí za platný a odešle k dalšímu zpracování. 
Při příjmu dat je třeba provádět tyto kontroly: 
1. Nesmí přetéct přijímací buffer, ve kterém sestavujeme řádek. 
2. Znak 0x04 (Ctrl-D) znamená ukončení spojení (voláme funkci uip_close() ). 
3. Znak LF (0x0A) se ignoruje. 
4. Znak CR (0x0D) znamená platný konec řádku – buffer se prohlasí za platný a 
zpracují se příkazy. 
5. Do bufferu se ukládají jen ASCII znaky, tj. od 32 do 127. 
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Po dokončení příjmu je třeba provést zpracování příkazů a jejich provedení. 
Vyhodnocení a jednotlivé realizace příkazů mohou vypadat takto: 
     
 if((cmdbuf[0]=='S')&&(cmdbuf[1]=='t')&&(cmdbuf[2]=='a') 
 &&(cmdbuf[3]=='r')&&(cmdbuf[4]=='t')) 
 { 
  ledky = ON;  //prikaz Start 
 } 
 else 
 if((cmdbuf[0]=='S')&&(cmdbuf[1]=='t')&&(cmdbuf[2]=='o') 
 &&(cmdbuf[3]=='p')) 
 { 
  ledky = OFF; //prikaz Stop 
 } 
 else 
 if((cmdbuf[0]=='H')&&(cmdbuf[1]=='e')&&(cmdbuf[2]=='l') 
 &&(cmdbuf[3]=='p')) 
 { 
     //prikaz Help 
 } 
 else 
 { 
     //neznamy prikaz 
 } 
 
Posledním krokem k dokončení úlohy je realizace druhého procesu obsahujícího 
úlohu s „běžící LED“. Zde je možné využít již předpřipravénný proces a pouze jej 
příslušně upravit.   
 
