Given a set of points and distances between them, a basic problem in network design calls for selecting a graph connecting them at a minimum total routing cost, that is, the sum over all pairs of points of the length of their shortest path in the graph. In this paper, we describe some branch-and-bound algorithms for the exact solution of a relevant special case arising when the graph has to be a tree. One of the enhancements to our algorithms is the use of "LP shortcutting," which we introduce as a general-purpose technique for speeding up the search. Besides network design, we show how trees of small routing cost find useful application in computational biology, where they can be used to determine good alignments of genomic sequences. This leads to a novel alignment heuristic that we analyze in our computational section.
For each pair of points, there is a demand, which is proportional to the expected usage of the best path between the points in the final network (e.g., expected number of telephone calls between two cities). The communication cost for a pair will be the length of the shortest path in the network, weighted by the pair's demand. The objective is to design a network whose building cost is within the budget and which minimizes the total communication cost.
The problem was first studied by Scott [14] and Dionne and Florian [2] , among others. Johnson et al. [7] showed that the problem is NP-hard, even in case all the demands are equal, all the building costs are 1, and the budget is n − 1, that is, the solution is a tree. This result justifies the use of either enumerative approaches like branch and bound [2] or heuristics and approximation algorithms [14, 17] .
Our paper focuses on the relevant special case of finding a spanning tree of minimum communication cost when all the demands are equal, a problem denoted as the optimum distance spanning tree in Hu [6] and the minimum routing cost tree in Wong [17] and in Wu et al. [18] . We study exact algorithms for finding a minimum routing cost tree. The most effective one is a branch-andbound procedure based on an integer programming formulation in which the variables are associated with the paths in the solution. This clearly leads to an exponential number of variables; however, we show how these variables can be considered only implicitly and generated quickly when needed, via a well-known method in combinatorial optimization called column generation. Besides an exponentially large number of variables, our formulation has also a large (although polynomial) number of constraints. Again, the standard technique to tackle problems of this size is the generation of rows at run time. In this paper, we develop some conditions, which we call LP shortcutting, that allow us to branch or fathom a search node before completing the solution of the associated LP (needed to obtain the lower bound). This technique is perfectly general and can be applied to any IP formulation with both column and row generation. The use of LP shortcutting can provide great savings in the final running time, as reported in our Computational Results section.
The study of the minimum routing cost tree problem is rather recent, as the original papers of the 1970s focused mainly on the more general version of the problem. The NP-hardness proof in [7] constructs a graph whose edge lengths do not obey the triangle inequality. In [18] , Wu et al. showed that the nonmetric case can be indeed reduced to the metric case, hereby proving NP-hardness for the latter case as well. They also reported the first polynomial time-approximation scheme, which shows that the optimal solution can be approximated within a factor of (k + 3)/(k + 1) by the best k-star (a tree with at most k internal vertices). This result builds on previous studies on the approximability of the problem, due to Hu and Wong. Hu [6] derived weak conditions under which the optimum routing cost tree is a star. Wong [17] showed that a 2-approximation is obtained by simply taking the tree of shortest paths, choosing the root vertex producing the minimum routing cost. This idea was exploited by Gusfield [5] to obtain the first approximation algorithm for an alignment problem in computational molecular biology. It was suggested in [18] that the use of trees of small routing cost can, in fact, lead to better alignment algorithms than Gusfield's. In this paper, we implemented these ideas for some real alignment problems. The results confirm that optimizing the routing cost yields better alignments than in [5] .
The remainder of the paper is organized as follows: Section 2 introduces some basic notation and three integer programming formulations of the problem. The LP relaxation of the first two are equivalent (i.e., give the same bound), but one has an exponential number of variables and the other is based on multicommodity flows. The LP relaxation of the third formulation is much faster to solve, but produces weaker bounds. In Section 3, we investigate some combinatorial lower bounds. In Section 4, we describe the strategy of LP shortcutting. Section 5 discusses the main ingredients of our enumerative procedure, namely, a local search algorithm for finding good feasible solutions, various branching rules, and some valid inequalities. In Section 6, we outline an application of minimum routing cost trees to the problem of aligning a set of genomic sequences. Computational results are reported in Section 7. Some conclusions are drawn in Section 8.
NOTATION AND INTEGER PROGRAMMING MODELS
An instance of the minimum routing cost tree (MRCT) problem is specified by an undirected graph G = (V, E) with nonnegative lengths on the edges. We let |V| = n, |E| = m, and V = {1, . . . , n}. The length of an edge e = {i, j} will be denoted as d e or d(i, j). We will assume that d e ≥ 0 for all e ∈ E. A pair of vertices is an edge of the complete graph K n = (V, Π). For a subgraph G of G and a pair {i, j} ∈ Π of vertices, d(i, j, G ) is the distance (i.e., shortest path length) between i and j in G . If G is a tree, then d(i, j, G ) is the length of the unique path connecting i and j. The routing cost of a spanning tree T is defined as rc(T) := {i,j}∈Π d(i, j, T). For a tree T and an edge e ∈ T, the load of e in T, denoted Λ(e, T), is the number of paths using e, that is, |S| · |V − S|S, where S is one shore of the cut identified by the removal of e from T. We can rewrite the routing cost of a tree as rc(T) = e∈T Λ(e, T)d e .
For each pair h = {i, j} ∈ Π, we denote by P h the set of (simple) paths in G between i and j. The set of all paths in G will be denoted by P. Note that a path of cardinality 1 is (isomorphic to) an edge, and, hence, E ⊆ P. For each path P ∈ P, we let d P := e∈P d e .
The Basic Formulation
We can formulate the MRCT problem as a mixedinteger program with decision variables x P , for P ∈ P, used to select a path between each pair of vertices. The constraints are such that, in a feasible solution, the set {e ∈ E|x e = 1} defines a tree. The following is an integer programming formulation of the minimum routing cost tree problem:
x e ≥ 0, integer, e ∈ E; x P ≥ 0, P ∈ P − E.
In this model, there are exponentially many variables and (m + 1)(n − 1)n/2 − m + 1 = O(mn 2 ) constraints. Constraints (2) force each pair to be connected. Constraints (3) say that only edges in the tree can be used by a path. Because the connection is given by (2) , for the x e to induce a tree, it is enough to have n − 1 edges, as required by (4) . Note that we need not impose integrality on all the variables, but only on the ones associated with edges. Indeed, since in a tree there is only one path for each pair of vertices, it can be easily seen that if the x e are binary for all e ∈ E then the x P are binary for all P ∈ P. One of the main difficulties in the design of branch-and-price algorithms is devising effective branching rules when the binary variables are priced out at run time. A typical problem is that there may be no easy way to forbid that a variable that was fixed at 0 by branching could still be a feasible solution for the pricing problem. This issue can be avoided here, by pricing out only the path-variables associated with paths in P − E and keeping the variables x e , e ∈ E, that are candidates for branching, always present in each LP.
The LP relaxation of (IP1), called (LP1) in the sequel, can be solved exactly in polynomial time by columngeneration techniques. Therefore, we can use (LP1) to compute lower bounds. To this end, we define the following dual variables for (LP1), associated with the constraints (2), (3), and (4), respectively: u h , for h ∈ Π; v eh ≥ 0, for e ∈ E, h ∈ Π − {e}; and w. The dual of (LP1) has the following constraints:
A variable with negative reduced cost in (LP1) corresponds to a dual constraint violated by the current dual solution. Assuming that the m columns for the edges are always present in the LP formulation, the constraints (6) will never be violated. To check whether there are violated constraints (7) , we proceed as follows: We rewrite constraints (7) as
For a fixed h = {i, j}, define d e = v eh + d e for all e ∈ E. Then, the constraint is violated for h if there exists an i-j path, other than h, whose length with respect to the costs d is shorter than u h . This can be checked by finding the shortest i-j path in E−{h}, with respect to the costs d . Since all costs are nonnegative, the shortest path can be found in polynomial time, that is, by Dijkstra's algorithm. If such a path P has d P < u h , then x P can be added to the set of primal variables for a new simplex iteration. On the other hand, if for all pairs h condition (8) is satisfied, the current LP solution is optimal. Note that, by a trivial modification of Dijkstra's labeling algorithm for the shortest path problem, we can retrieve not just the shortest path, but possibly many paths of length d P < u h . This is advisable, as we noted that adding several negative reduced-cost variables at each iteration of the column generation results in a smaller overall running time (see Section 7) .
An Equivalent Multicommodity Flow Formulation
The MRCT problem can alternatively be modeled as a multicommodity flow, in which each vertex sends n − 1 units of flow, one to each remaining vertex. Let A be the set of oriented arcs obtained by directing each edge of E in both possible ways. We define real variables x h (i,j) for each h = {u, v} ∈ Π and (i, j) ∈ A, representing the flow from u to v along the arc (i, j). Further, we have binary variables y e for e ∈ E, which represent the edges of the tree. We obtain the following formulation:
subject to
There are m(n 2 − n + 1) = O(mn 2 ) variables and (m + n − 1)(n − 1)n/2 + 1 = O(mn 2 ) constraints. The constraints (10) and (11) (flow conservation) guarantee that all pairs are connected; constraints (12) control edge activation, while (13) force the support graph of y to be a tree. By the Flow Decomposition Theorem ([1], p. 80), any u-v flow can be decomposed into a set of u-v paths, and conversely. As a consequence, it is easy to see that the formulations (IP1) and (MCF) are equivalent, that is, given a feasible solution to one of them, we can compute a feasible solution to the other of the same value. In particular, the two relaxations give the same lower bound, and, hence, the choice between them depends on how fast they can be solved and the amount of memory required. In both respects, we have found that (IP1) is to be preferred over (MCF).
Aggregate Formulation
Here, the idea is to bound the maximum number of paths that use an edge chosen in the tree. Let L + e be an upper bound on the load of an edge e if included in an optimal solution. Clearly, we can always set L + e = n/2 · n/2 , but we can possibly use better bounds, depending on the input graph and the incumbent solution (see Section 5.2). The new model, called (IP2), is the same as (1)-(5), with constraints 
This formulation has only O(n 2 ) constraints. Let u h , h ∈ Π, be the dual variables associated with (2), and let v e ≥ 0, e ∈ E, be the dual variables for (14) . The dual constraints corresponding to the variables x P , |P| ≥ 2, are
As to variable pricing, for each e ∈ E, we define d e = d e +v e and rewrite constraints (15) as e∈P d e ≥ u h for all h ∈ Π, P ∈ P h . We can then use a shortest path algorithm to find violated constraints (15) .
The model (IP1) defined by (1)-(5) is highly degenerate and, hence, the solution of its LP relaxation is often unacceptably slow. For this reason, we investigated the alternative formulations (MCF) and (IP2) and also the generation of constraints at run time for (IP1). Constraint generation requires the solution of several LPs, each of which can be solved faster since it is smaller and less degenerate. We observed that, by generating both columns and rows, the solution of (LP1) can be speeded up by a factor of 10.
According to our computational experiments, detailed in Section 7, the best formulation is (IP1) with generation of both columns and rows, enhanced by LP shortcutting and additional cuts, as described in the following sections.
LOWER BOUNDS
In the branch-and-bound procedures studied in this paper, the integer decision variables correspond to the edges in the solution. Accordingly, at each node of the search tree, we have three subsets of the edges, defining a partition of E. We denote by E 0 the set of all forbidden edges that are excluded from each solution at the node. E 1 is the set of all included edges, that is, edges that must be in all solutions at the node. Finally, the set of free edges is E x = E − (E 0 ∪ E 1 ). It is always required that E 1 is acyclic and E−E 0 is connected, or, otherwise, the node cannot lead to any feasible solution. This partitioning scheme is independent of the approach used to obtain the lower bounds.
In this section, we describe valid lower bounds for the problem. These bounds can be computed at each node of the search tree and, hence, depend on G, E 1 , and E 0 . Let l IP1 = l MCF and l IP2 denote the lower bounds given by the optimum value of the linear programming relaxations of (IP1), (MCF), and (IP2), with respect to the given E 0 and E 1 .
For all i and j in V, let d(i, j, E 1 ) be the shortest path lengths in (V, E 1 ). We distinguish two sets of vertex pairs:
For {i, j} in Π C , the length of the path in the final tree is already known. So, we only need to bound the contribution for the pairs {i, j} in Π D . For {i, j} in Π D , we denote by c 1 (i, j) [respectively, c 2 (i, j)] a lower bound on the length of the path between i and j in a tree, in the case where the path consists of 1 edge (respectively, 2 or more edges). Then, c 1 
A trivial lower bound is given by the sum over all pairs of their shortest path distance:
The trivial lower bound can be improved as follows:
and E 0 ∩ E(T) = , we denote by X = E(T) ∩ Π D the set of pairs in Π D that are connected by an edge of T, while all the other pairs in Π D are connected by a path of at least two edges. Then, the routing cost of a tree is at least
Dionne and Florian [2] strengthened this bound by constraining the size of X to be exactly n − 1 − |E 1 |hence, taking the n − 1 − |E 1 | largest δ(i, j)'s. We can do better by imposing that X ∪ E 1 must be a treehence, finding the maximum [with respect to costs δ(i, j)] spanning tree T = (V, E(T)), with E 1 ⊆ E(T) and E 0 ∩ E(T) = and setting X = T − E 1 . This leads to the combinatorial lower bound
Interestingly, this bound turns out to be very close to the bound given by the LP relaxation of formulation (IP2) (see Table 2 ), although it is much faster to compute. However, it is considerably weaker than l IP1 and it is not enough powerful to solve instances on complete metric graphs with more than 15 vertices.
A different lower bound is based on dynamic programming, but has space and time complexity which make it of little use for instances involving more than very few vertices. For a subset S ⊆ V of vertices, let l DP (S) be the lower bound on the routing cost of a tree spanning the vertices in S. Also, for i ∈ S, let w(i, S) := j∈S:{i,j}∈Π C d(i, j, E 1 )+ j∈S:{i,j}∈Π D d(i, j, E\E 0 ) be the minimum total length for connecting i to all other vertices in S. Given a tree T over S, any edge {i, j} ∈ T splits T into two subtrees, one covering i over some S ⊆ S and one covering j over S = S\S . For each u ∈ S , we must pay at least d(i, j) + w(j, S ) to connect u to all the vertices in S , and, similarly, for each v ∈ S , we have to pay d(i, j)+w(i, S ) to connect v to all vertices in S . Pairs that have both endpoints in S or S are accounted for in l DP (S ) and l DP (S ). We get the following recurrence:
where the minimum is taken over all ⊂ S ⊂ S, i ∈ S , j ∈ S := S\S and {i, j} ∈ Π D . Computing the bound l DP (V) has space complexity O(n2 n ) and time complexity O(n 2 2 n ), which is due to the dominating cost of computing all w(i, S). Note that solving the minimum routing cost tree problem by complete enumeration has cost O(n n ), since there are n n−2 trees and each routing cost can be computed in time O(n 2 ).
LP SHORTCUTTING
For an LP-based branch and bound where both rows and columns are generated, the following LP-shortcut strategy can be used to speed up the computation. Given an incumbent solution of value u, the main use of an LP solution is to provide a lower bound l which is used to decide whether to branch (l < u) or to fathom the current branching node (l ≥ u). Now, if we know lower and upper limits on l, that is, l ≤ l ≤ l , we can branch, in a "preemptive" way, as soon as l < u, or fathom the node, in a "preemptive" way, as soon as l ≥ u. We can obtain these limits at the end of each phase of row and column generation. Indeed, whenever there are no violated constraints (i.e., at the end of a phase of row generation), the optimal solution to the current LP gives an upper bound on l. Analogously, after column generation, we have an LP solution which includes (implicitly) all variables, but possibly does not satisfy all constraints-hence, its value is a lower bound on l. Note that the values l and l computed this way are monotonically approaching l from below and from above, respectively (assuming rows and columns are always added and never removed). The situation is illustrated graphically in Figure 1 . In the left drawing, shortcutting implies that branching can be performed at time TS , while the final bound value l is obtained only at time TF. In the right drawing, the node can be fathomed at time TS . Although the idea of using intermediate bounds for fathoming the node is known, the use of preemptive branching is (to the best of our knowledge) new. Note that, by adding novel cuts to the LP, it is possible to improve the lower bound; hence, preemptive branching could be disadvantageous in the cases where additional cuts are considered. In practice, however, this can be taken into account heuristically as follows: If at time TS the relative gap between the current LP value and u is smaller than a given threshold α, then we do not apply shortcutting and keep optimizing the node, in the hope that the addition of cuts will be sufficient to fathom the problem. In our runs, we used α = 0.5%.
We implemented this idea in a general-purpose IP solver. For the solution of our problem, LP shortcutting gives a global (over all nodes of the search tree) speed up of about 45% with respect to the full LP solution at each node. It is worth noting that at a single node the speed up can be greater than 90%; however, the work saved at a node (e.g., generation of useful columns) may be needed at a later time, so the overall saving is less impressive than the one obtained, for example, at the root node.
These observations can be developed further as follows: Denote by l (i) the value of the LP at the end of the i-th phase of column generation, where l (i) is a lower bound for each i and l (i) ≤ l (i + 1). We observed that the convergence of l (i) to the actual best lower bound l is quite slow, that is, l (i + 1) − l (i) decreases very rapidly, while the time needed to solve the LPs increases due to the increased size. The key observation is that after few iterations (e.g., less than 10) we have already a bound that is 99% of the best bound, while we have spent almost as little as 20% of the total time. In other words, 80% of the time is actually spent in improving the bound by at most 1%. In the instances that we used for our computational experiments, we observed that six iterations gave a good trade-off between the quality of the bound and the time needed to compute it. Hence, in our branch and bound, we used the lower bound l (6). This way, we have been able to solve problems otherwise unsolvable in reasonable time with the use of the original lower bound. As observed before, a preemptive branching can be a disadvantage in those cases where the actual best bound would have been sufficient to fathom the node. To avoid this drawback, we keep optimizing the LP if the ratio between l (6) and u is smaller than a given threshold α (heuristically set to 0.5%).
THE BRANCH-AND-BOUND INGREDIENTS

A Local-search Heuristic
The procedure that we use to obtain a good starting feasible solution is based on the standard local-search neighborhood for problems whose solution is a tree. We start with any tree T (e.g., the best 2-star, which gives a 5 3 -approximation [18] ). For each edge e / ∈ T, we try adding e to T, thus creating a cycle C e that we break by removing the edge f ∈ C e for which rc(T − {f} ∪{ e}) is minimum. Among all possible e / ∈ T, we choose to add to T that edge which gives the largest decrement in the routing cost of the tree. If no e / ∈ T gives a decreased routing cost, we stop and output T; otherwise, we update the tree and iterate the same procedure. This search is very fast and is repeated from different starting trees T. Notice that, for each attempted move, the computation of the new routing cost can be done by only considering the edges of the cycle, the load of all the other edges remaining unaffected by the move. Further, to update the loads, it is enough to store for each edge the sizes of the two shores of the cut identified by it. When implemented this way, with a suitable data structure, the search takes only linear time per move. Hence, the convergence to a local optimum is usually very fast (e.g., less than 1 second for n = 30).
From our experiments, it appears that this heuristic is extremely effective on graphs of the size tackled by our program (up to 30 vertices), and iterated for 100 starting trees, it yielded the optimal solution on almost all the instances in our test-bed.
Node Tightening
At any node of the branch-and-bound tree, we have a set E 1 ⊆ E of edges that have been included in the solution and a set E 0 ⊆ E of edges that are forbidden from being in the solution. We enlarge these sets by adding to E 0 any edge e ∈ E x which creates a cycle in E 1 . As a result, every e ∈ E x has its endpoints in different connected components of (V, E 1 ). Furthermore, we add to E 1 any edge e that is the unique edge of E x in the cutset defined by one connected component of E 1 . We then try to fix some more edges by using the value u of the current incumbent solution. In particular, we compute for each e ∈ E − E 0 an upper bound L e on the load that e can have in an optimal solution corresponding to the cur-rent node, and if L e = 0, we add e to E 0 (in case E − E 0 becomes disconnected, we fathom the node).
To be more specific, for each a = {i, j} ∈ E − E 0 , let n i and n j be the sizes of the connected components containing i and j in (V, E 1 − {a}); without loss of generality, assume that n i ≤ n j . The forest load F a of a, defined as n i × (n − n i ), is the smallest possible load that a can have in the final tree. For any e ∈ E − E 0 and an integer "tentative" load L e , consider the minimum spanning tree T 0 of E − E 0 , with E 1 ∪ {e} ⊆ T 0 , computed with respect to costs c a = F a d a for each a ∈ E − (E 0 ∪ {e}) and cost c e = L e d e for edge e. Let c(T 0 ) = a∈T 0 c a be its overall cost. Then, e can have load L e or more only if c(T 0 ) < u. In fact, the routing cost of a tree T containing E 1 ∪ {e} and with load at least L e on e is a∈T−{e} Λ(a, T)d a + Λ(e, T)d e ≥ a∈T−{e} F a d a + L e d e = c(T) ≥ c(T 0 ). Accordingly, we find a value k ∈ 1, . . . , n/2 such that for L e = k(n − k) we have c(T 0 ) ≥ u, while for L e = (k − 1)(n − k + 1), we have c(T 0 ) < u. If k = 1, then 0 is the maximum load for e; hence, this edge can be added to E 0 . This, in turn, may imply further tightening of loads for other edges, so we cycle through this procedure as long as some edges get deleted. The above reduction criterion is often effective and can be used in all our formulations. In addition, values L e > 0 can be used in the formulation (IP2) to strengthen constraints (14) .
Branching
At each node, we can branch on a fractional "edge"variable x * e , e ∈ E, by fixing it to 0 or 1. There are many general criteria used to choose the branching variable, as described, for example, in [8] . As to problem-specific rules, one can choose the branching variable so as to let E 1 grow as a forest (similarly to Kruskal's algorithm for the MST). Alternatively, one can always choose it in the cut defined by the component of {a ∈ E : x * a = 1} containing vertex 1, this way trying to grow a single tree like in Prim's algorithm for the MST. Our computational tests have shown that the greater freedom allowed by the first strategy gives a better performance. When choosing the branching edge, we use one of the following criteria:
Fixed-order criteria: The edges are sorted according to some rule after processing the root node. Then, they are always scanned in this order, and we branch on the first fractional variable encountered. Ordering rules are explained below: 
Variable-order criteria:
We look at the current subproblem and its solution and choose the branching edge according to one of the following criteria:
V1: Most fractional. The standard choice for 0-1 variables. V2: Smaller load × length. We compute the forest load F e of all edges (defined in 5.2) and branch on the fractional edge with minimum F e d e . V3, V4, V5: Best expected lower bounds (max min, max max, max diff). These rules are based on the following idea: Assume that we knew the lower bounds LB(e, 0) and LB(e, 1) that we would get by fixing x e to 0 and 1, respectively, for all e ∈ E x . Then, we may want to branch on an edge for which min{LB(e, 0), LB(e, 1)} is maximum, trying to get as high as possible lower bounds for both subproblems. Alternatively, we may want to maximize max{LB(e, 0), LB(e, 1)} so that at least one of the two subproblems is likely to be fathomed. A final idea is that of maximizing |LB(e, 0) − LB(e, 1)|, that is, trying to make one of them promising and the other unappealing. Computing l IP1 for all e is too expensive; hence, we use the very fast combinatorial lower bound l COMB (roughly equivalent to l IP2 ).
We found branching to be of crucial importance. Indeed, some rules are consistently quite faster than some others. In particular, F2 is much worse than is F1, and V3 much worse than is V4, which is similar to V5. According to our computational results, reported in [4] , rules F3 and V2 outperform all other rules.
Valid Inequalities
In this section, we discuss some valid inequalities for our model. It should be remarked that the solution of our LPs is itself quite time-demanding, so our strategy of shortcutting implies that most of the times we do not solve optimally the LP or add valid inequalities. However, for small instances (or when the lower bound is very close to the value of the incumbent solution), we do solve the LP optimally and try to improve the bound by using valid cuts.
All the standard tree-inequalities on the x e variables, e ∈ E, are valid for our model, but some of them are already implied, as, for example, the valid inequality e∈δ(S) x e ≥ 1 for S ⊆ V. On the other hand, the inequalities
are nonredundant and can be separated by using a standard technique based on maximum flow computations [9] . We also studied a family of inequalities derived by considering a small portion of a tree and the relationship between the variables involved. In particular, consider an edge {i, j}, and denote by L ij its variable load, that is, L ij := P {i,j} x P . The basic inequality that we start with is
To strengthen this inequality, we use information on the degree of i and j (e.g., if either i or j is a leaf, then L ij must be equal to n − 1). Define D i := e∈δ(i) x e − x ij as the number of neighbors of i in a solution (excluding j), and let D j be defined similarly. We want to derive a general valid inequality that links the variables L ij , D i , D j , and x ij , the most general form of which will be αL ij + βD i + γD j + ρx ij ≤ for some (unknown) real coefficients α, β, γ, ρ, and . Given a fractional solution (L * ij , D * i , D * j , x * ij ), the most violated valid inequality of the above type can be found by solving the linear program:
where the finitely, many extreme feasible vectors (L ij ,D i ,D j ,x ij ) can easily be obtained by enumeration, as illustrated in Table 1 . An alternative way to find these inequalities consists of analyzing off-line the facets of the polyhedron whose extreme points are listed in Table 1 . To do this, we used the package porta [10] to compute the facets of the convex hull of all extreme feasible vectors (L ij ,D i ,D j ,x ij ) for various values of n and then we derived the form of general valid inequalities which define some of these facets. One example of such an inequality is
To show that this inequality is valid, first we observe that it can be tight only if x ij = 1 and D i + D j ≤ 1, that is, i or j is a leaf. In such a case, the inequality states that L ij ≤ n − 1.
AN APPLICATION TO COMPUTATIONAL BIOLOGY
Comparing genomic sequences drawn from individuals of the same or different species is one of the fundamental problems in molecular biology. These comparisons can suggest evolutionary relationships, identify highly conserved DNA regions, spot fatal mutations, etc. 
Therefore, the mathematical formulation and solution of the so-called multiple sequence alignment problem constitutes a fundamental challenge for computational molecular biologists. A genomic sequence is a string over the 4-symbol alphabet of nucleotides or the 20-symbol alphabet of amino acids. Aligning a set of sequences consists of arranging them in a matrix having each sequence in a row. This is obtained by possibly inserting gaps (represented by the "-" character) in each sequence so that they all result in the same length. The goal of identifying common patterns is pursued by attempting as much as possible to place the same character in every column. The following is a simple example of an alignment of the sequences ATTCGAC, TTCCGTG, and ATCGTC:
The multiple sequence alignment problem has been formalized as an optimization problem. The most popular objective function for multiple alignment generalizes ideas from optimally aligning two sequences. This problem, called pairwise alignment, is formulated as follows: Given symmetric costs c(a, b) for replacing a symbol a with a symbol b and costs c(a, −) for deleting/inserting symbol a, find a minimum-cost set of symbol operations that turn a sequence S into a sequence S . It is well known that this problem can be solved by dynamic programming in time and space O(l 2 ), where l is the maximum length of the two sequences. The value of an optimal solution is called the edit distance of S and S and is denoted by d(S , S ).
An alignment A of two or more sequences is an array having the (gapped) sequences as rows. The value d A (S , S ) of an alignment of two sequences S and S is obtained by adding up the costs for the pairs of characters in corresponding positions, and d(S , S ) = min A d A (S , S ). In the sum-of-pairs (SP) score, the cost of an alignment of many sequences is obtained by adding the costs of the symbols matched up at the same positions, over all the pairs of sequences, that is,
Pioneering work of Sankoff and coauthors [12, 13] led to an exponential-time dynamic programming solution to the SP-alignment problem. A straightforward implementation takes time proportional to 2 n l n , for a problem with n sequences each of length at most l. In typical real-life instances, while n is usually fairly small, l is on the order of several hundreds, and the dynamic programming approach turns out to be infeasible for all but tiny problems. In fact, constructing optimal alignments was shown to be computationally expensive (Wang and Jiang [16] ).
Due to the complexity of the alignment problem, most existing algorithms are heuristics based on the so called "progressive" approach: The alignment is incrementally built by considering the sequences one at a time. Effective progressive alignment methods proceed by first finding a heuristic tree spanning the sequences and then by using the tree as a guide for aligning them iteratively, as described in the following section.
Tree-based Progressive Alignments
A popular approach to multiple alignments is due to Feng and Doolittle [3] who showed how to use any tree to align a set of n sequences. The appeal of the approach is that for n − 1 out of n(n − 1)/2 pairs the pairwise alignment induced is, in fact, optimal. Indeed, they showed that for any tree T over a set of sequences (viewed as vertices in a graph) there exists a multiple alignment A(T) of the sequences such that d A(T) (S , S ) = d(S , S ) for all the pairs of sequences (S , S ) connected by an edge of T. This can be readily understood with the help of Figure  2 . The final alignment is built as follows: (i) Pick an edge of the tree and align recursively the sequences on both sides of the cut; (ii) align optimally the two sequences at the endpoints of the edge; and (iii) use this optimal alignment to merge the subalignments into a complete solution, by inserting columns of gaps in a subalignment wherever the optimal pairwise alignment inserts a gap in one of the two sequences. This way, the cost in the resulting alignment for the two sequences at the endpoints of the edge is their edit distance, as claimed.
Typically, the cost function obeys the triangle inequality, and then the edit distance induces a metric over the space of all sequences. Hence, it is easy to compute upper bounds on the distance in the final alignment for pairs that are not endpoints of a tree edge: by the triangle inequality, d A(T) (S , S ) ≤ d(S , S , T), where d(S , S , T) is length of the path in T between two sequences S and S . This inequality suggests that, if we want to minimize the total pairwise distance in the resulting multiple alignment, a good tree to use is one which minimizes the routing cost.
The idea of relating the routing cost and SP value is exploited in the first approximation algorithm for the SP-alignment problem, due to Gusfield [5] , which has a performance ratio of 2 − (2/n). Gusfield's approximation algorithm for the SP-alignment problem is based on Wong's 2-approximation for minimum routing cost trees [17] . Wong's algorithm considers, in turn, the shortest path tree rooted at every vertex, the best one having routing cost at most twice as large as the total cost of the graph itself. For complete metric graphs, every shortest path tree is isomorphic to a star. Furthermore, in this case, the cost of the graph is the sum of pairwise edit distances between sequences, which is a lower bound on the best SP-alignment cost. It then follows that a multiple alignment derived from the best star gives a 2-approximation for the SP-alignment problem [5] .
In this paper, we pushed this idea further, by considering alignment trees of minimum routing cost (not necessarily stars). This approach has two immediate advantages over star alignments. First, an unrestricted tree may be more relevant than is a star from an evolutionary point of view. Second, Gusfield reported that his approximation algorithm was not suited for families of very dissimilar sequences. In these cases, our alignment heuristic is preferable, since for graphs with very dissimilar edge lengths, the minimum routing cost tree is almost never a star.
By the same argument as before, aligning via the minimum routing cost tree still gives a worst-case performance guarantee of 2. However, as reported by Gusfield, this bound is really pessimistic and even the star alignment performs much better in practice (Gusfield reports solutions within 15% of the lower bound, on average). In our computational results (Section 7.2), we will show how choosing a better tree than a star typically yields an improvement of several percentage points in the average quality of the heuristic.
COMPUTATIONAL RESULTS
Here, we report on the extensive experiments carried out to evaluate all the ideas outlined in this paper. Since we have identified several aspects which can affect the final running time significantly (e.g., generation of columns, rows, LP-shortcut, branching rule, cut generation, etc.), trying out all the combinations of settings would result in a huge number of possibilities. Hence, we chose to evaluate them separately, when possible, to identify the best combination. For most options, there is a very sharp boundary between one setting and another, clearly identifying the best choice. In some other cases (e.g., choice of the branching rule), the best setting is not completely clear. In the remainder of this section, we first address these issues separately, so as to identify the best setting of all parameters. Then, we report on the computational results for the algorithm when all parameters are set to their best value. In the final part of the section, we describe the computational results for the multiple alignment problem. All algorithms were coded in C and run on a Pentium Celeron PC, 300 MHz with 64 MByte RAM, under Linux RedHat 6.0 and LP solver CPLEX 5.0. The reader is referred to [4] for more details and for additional experiments not reported here for the sake of brevity.
Branch and Bound
Instance Generation To test our algorithms, we used two types of graphs, namely, Euclidean and random graphs. A Euclidean graph on n vertices is obtained by choosing n points uniformly at random in the unit square. The lengths of the edges coincide with the Euclidean distances multiplied by n 2 and rounded to the nearest integer. In a random graph, the lengths of the edges are random integers in the range {1, . . . , n 2 }. To generate a graph with m edges, we first pick a spanning tree uniformly at random and then add m−(n−1) random edges uniformly chosen among the remaining edges. In our tests, we used complete graphs with m = ( n 2 ), dense graphs with m = max{( n 2 )/3, 4n} and sparse graphs with m = 3n. From our results, it appears that complete Euclidean graphs provide the most difficult instances. Choice of the Formulation To choose the best algorithm, we started with a comparison of lower bounds. In Table 2 , we report in each row the value of our five lower bounds (see Section 3) and of our initial heuristic solution for 20 complete Euclidean graphs on 10, 15, and 20 vertices. The values are normalized so that l IP1 = 1.0. From this table, it appears that l IP1 is a much better bound than l IP2 , while l IP2 and l COMB are comparable (their ratio is 1.005 on average). The bound l DP is the second best, but its use is restricted to very small problems; in fact, on our hardware its computation required about 1 second for n = 10, 5 seconds for n = 12, 4 minutes for n = 15, and 18 hours for n = 20. The bound l COMB is an improvement over Dionne and Florian's bound [2] for the minimum communication cost network, when applied to routing trees. In [2] , the only complete graphs solved had 10 vertices and no description is given on how they were generated. Further, the problem was to minimize the communication cost of a generic network, which generalizes our MRCT. We therefore used our implementation of Dionne and Florian's bound for MRCT, and it turned out that this bound is too weak to solve even Euclidean complete graphs of 15 vertices within 1 hour of CPU time. From Table 2 , it appears that the gap UB−l COMB at the root node is of the order of 20%, which is too large to be filled quickly by branch and bound (where UB is computed by the local search heuristic described in Section 5.1).
The same comments apply to our model (IP2), which is not appropriate for complete graphs of more than 15 vertices. In fact, although the LPs are much faster to solve than for model (IP1), the bound is weaker and pruning occurs only very deeply down the search tree, so that the overall running time is very large. We also investigated possible strengthenings of (IP2) given by the inclusion of constraints that force a minimum number of paths to use an edge in the tree. However, the overhead involved was not compensated for by the increased value of the bound.
Hence, the only choice for the best model is between (IP1) and (MCF). Model (MCF) can be very slow to solve, because of its large number of rows and columns. The time for solving the LP at the root node, for complete graphs on 15 vertices, was 890 seconds (on aver- age) by using the primal simplex on (MCF). With the feature NETOPT of CPLEX (specifically designed for problems whose constraint matrix is related to a network), this time decreased to just 40 seconds. However, this is still worse than the time needed when using formulation (IP1), which is 31 seconds on average. Furthermore, because of a larger memory requirement, there were several instances (including all instances with n ≥ 25) that ran out of memory with (MCF) but were solved with (IP1). Hence, a branch-and-bound method based on the model (IP1) seems to be the best algorithm among the ones we studied, so we concentrate on it in the sequel.
Dealing with Degeneracy As we observed in Section 2, our LP model is highly degenerate. The presence of all rows causes two types of problems during column generation. First, each LP is very expensive because of its size. Second, we may go through long runs of LPs in which the objective function value does not change. An example of this behavior is the following: For a complete Euclidean graph on 20 vertices, 19 pricings and 1066 seconds were needed before the first change, of 0.06%, in the LP value, which arose after generating 2245 columns, with full row size. The final LP value, at the end of column generation, was 93.8% of the starting one and was obtained after 2631 seconds and 144 LPs. The same bound was obtained in 351 seconds and 359 LPs with column and row generation, the final LP having 3342 rows instead of 36,291. We also solved five Euclidean instances of sizes 10, 15, 20, and 25 vertices each. For each instance, we ran the LP with only column generation and with both row and column generation. The results were roughly the same for each size:
The running time with row generation is within 10-20% of the time without row generation, and the final number of rows is about 10% of the total. The number of LPs solved when all rows are present is about 40% of the number of LPs solved with row generation. Given that generating both rows and columns is the best way to go, we then determined the most effective way of doing so. Given a current LP solution, pricing is the procedure which checks if all variables price-out correctly and, if not, returns a set of new variables to add to the LP. Similarly, separation is the procedure which checks if all constraints are satisfied and, if not, returns a set of violated constraints. A pricing (separation) is called successful if it finds new variables (constraints) to add to the LP. If the last procedure called was a successful pricing (separation), then the next one will also be pricing (separation) if we loop through columns (rows) or, otherwise, it will be separation (pricing). Hence, there are four possible ways of proceeding, depending on whether looping through column (LC) and looping through rows (LR) are true or false. In the same instances as before, we obtained comparable results for all sizes. For instance, for n = 20, we found the average values reported in Table 3 for total number of rows r, columns c, LPs l, LP Shortcutting As explained in Section 4, the scheme of alternating the generation of variables and constraints provides us with a family of lower bounds l (k) at the end of each k-th phase of column generation. The quality of these bounds improves very rapidly at the beginning, while later, the improvements are quite slow and costly. In Table 4 , we show various lower bounds l (k) and time to compute them as a function of k, for four Euclidean graphs, two on 20 and two on 25 vertices. With LP-shortcutting active, we use the bound l (6), unless the relative distance to the incumbent solution is less than 0.5%, in which case we use l (∞). LP-shortcutting implies also preemptive branching whenever the lower bound is provably not strong enough to fathom the node. We tested LP-shortcutting on 100 problems of the most difficult type (complete, Euclidean graphs) with 10-25 vertices. All problems were solved more quickly with shortcutting active. The average saving in solving a problem with shortcutting was 44%. The maximum saving was 91% (achieved on three problems), the minimum 28% (on just one problem).
Variables and Cuts A typical behavior of columngeneration algorithms is that the running time and number of LPs solved are inversely proportional to the number of columns generated per iteration. This behavior was observed also in our case. For instance, solving a typical Euclidean problem on 15 vertices takes more than 600 seconds and more than 2500 LPs when only one column is generated at a time. Generating five columns at a time already halves these numbers. Since in our model we find shortest paths for each pair, we can generate up to ( n 2 ) columns at a time: By generating as many paths as possible at each pricing, the problem is solved in about 100 seconds. Finally, to be able to generate even more columns at each pricing call, we modified Dijkstra's algorithm as follows: In Section 2, we showed that a variable x P with P ∈ P ij has negative reduced cost if d (P) < u ij . Thus, whenever in Dijkstra's algorithm j is labeled with a value smaller than u ij , we found a good column to generate. Hence, we not only keep track of the shortest path, but also of other paths of negative reduced cost. With this enhancement, the running time and number of LPs decreased, on average, an extra 3%.
As far as the cutting planes are concerned, the most effective ones are the subtour-elimination constraints (19). We ran 20 instances with and without the use of these cuts and observed that the average number of nodes of Final Performance We finally ran the algorithm with the above optimal settings. These include column generation with the Dijkstra variant for generating a maximum number of columns, row generation, LP-shortcut with α = 0.5%, use of cutting planes (19), and branching rule V2 with a choice of the branching variable according to the Kruskal-like scheme. In Table 5 , we report alignment value to some simple lower bound, we found that our heuristic value is within 8% of the optimum, on average.
CONCLUSIONS
In this paper, we developed, implemented, and tested several algorithms for the minimum routing cost tree problem. The IP models described here can be extended to the more general case of minimum communication cost networks. Further, we devised techniques for speeding up the search, which have proved very effective in practice. The problem, however, seems particularly hard to solve exactly and the size of graphs which can be effectively attacked within 1 hour of computing time on a slow PC is roughly 30-40 vertices. Beyond this size, the formulations are still useful, in conjunction with local search heuristics, in providing an upper bound on the approximation error. Since the lower bound is reasonably tight, after 1 hour, we can stop the search and have a solution which is, on average, within 1% of optimality.
The application of our algorithms to a problem from computational molecular biology shows, once more, the usefulness of optimization and mathematical programming techniques when applied to different domains. We believe that these methodologies can lead to the design of powerful new alignment programs.
