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Cap´ıtol 1
Introduccio´
Abans d’entrar directament a explicar en que consisteix el projecte i com
s’ha dut a terme e´s necessari, per poder entendre les decisions que s’han pres,
posar-nos en context i explicar l’a`mbit en el qual es troba. Aquest e´s l’objectiu
d’aquest primer cap´ıtol introductori, en el que Es parlara` de les simulacions
socials i del model en que aquestes estan basades, de l’eina per desenvolupar-les
i de la situacio´ actual de l’aplicacio´ per analitzar-ne els resultats. D’aquesta
manera es podra` discernir clarament el treball fet en aquest projecte, definit i
explicat me´s espec´ıficament en els objectius.
1.1 Realitzant simulacions socials: Pandora
E´s habitual pensar que l’a`mbit de la supercomputacio´ i la gran capacitat de
ca`lcul que proporciona, e´s aplicable poc me´s enlla` del que so´n les cie`ncies pures
com poden ser la f´ısica, matema`tica, qu´ımica, etc. degut a que no e´s trivial
crear models matema`tics u´tils per a les cie`ncies socials. Aixo` succeeix a causa
de que la t´ıpica aproximacio´ per comprendre un sistema a trave´s de l’ana`lisi
dels seus components no funciona.
Tot i aix´ı, darrerament s’ha comenc¸at a investigar en aquesta direccio´, en el
que es coneix com “Complexity Science”[24]: l’estudi cient´ıfic de sistemes com-
plexos; sistemes els quals estan formats per molts elements que interaccionen
per a produir un comportament global que no s’explica en termes d’interaccions
entre elements individuals. Aquests sistemes so´n per exemple: xarxes d’infor-
macio´, ecosistemes, mercats, ciutats, negocis, etc. A causa d’aquests sistemes
complexos neixen nous conceptes a tenir en compte com la cooperacio´, el con-
flicte, l’equilibri i l’adaptacio´ entre d’altres.
A partir d’aqu´ı e´s on sorgeix la idea de crear un model basat en agents, que
proporciona un punt de vista basat en la interaccio´ d’un grup d’actors dins d’un
escenari o ambient definit. D’aqu´ı en podrem extreure un enfocament evolu-
tiu, una visio´ heteroge`nia de com es comporten els agents, del comportament
complex que aquests tenen i de com els afecta l’escenari en el que es troben.
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Es tracta doncs de dissenyar models en col·laboracio´ amb grups especialit-
zats en cie`ncies socials i desenvolupar eines u´tils de recerca i prediccio´, com e´s
Pandora [23].
Pandora e´s una llibreria creada pel BSC-CASE (Barcelona Supercompu-
ting Center - Computer Applications in Science & Engineering) dissenyada per
desenvolupar simulacions (d’a`mbit social principalment) basades en agents, es-
pecialment enfocada per a tractar grans volums de dades processades per su-
percomputadors.
1.1.1 Model basat en agents i simulacions
Com ja s’ha introdu¨ıt anteriorment, les simulacions i models basats en agents
(ABMS, Agent-Based Modeling and Simulation) e´s un nou enfocament per a
modelar sistemes compostos per agents auto`noms que interactuen entre ells.
L’ABMS promet tenir grans efectes sobre la manera en que les empreses fan
u´s dels computadors per recolzar la presa de decisions i com els investigadors
utilitzen els laboratoris electro`nics per recolzar les seves investigacions. S’ha
arribat a considerar fins i tot com una tercera manera de fer cie`ncia, posant
l’ABMS a l’alc¸ada del raonament deductiu i inductiu.
Les millores i els avenc¸os en la informa`tica i en la computacio´ han fet pos-
sible la creacio´ d’aplicacions basades en ABMS en diversos camps. Aquestes
aplicacions abarquen des de l’ana`lisi del comportament en el mercat de valors,
la prediccio´ d’epide`mies i l’amenac¸a de possibles guerres biolo`giques, fins a en-
tendre la caiguda de civilitzacions antigues entre d’altres exemples.
Que` e´s un Agent?
Donat que, enfocat teo`ricament, hi ha varies opinions i criteris del que es
defineix com a agent, ens centrarem en descriure les caracter´ıstiques que ha de
tenir des d’un punt de vista pra`ctic. Macal i North [17] consideren que:
• Un agent e´s identificable, un individu amb un conjunt de caracter´ıstiques i
normes que regeixen el seu comportament i capacitat al prendre decisions.
Els agents so´n independents de l’escenari en el que es troben, de l’ambient.
Un agent esta` limitat i es pot fa`cilment determinar que e´s part d’un agent
i que no ho e´s.
• Un agent es troba en un entorn en el que interactua amb altres agents.
Aquests tenen protocols per a la interaccio´ amb altres agents, com poden
ser protocols de comunicacio´. A me´s, tenen la capacitat de respondre
a l’entorn en el que es troben. Els agents poden recone`ixer i distingir
caracter´ıstiques d’altres agents.
• Un agent te´ una fita, un objectiu a assolir del qual en depe`n el seu com-
portament.
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Figura 1.1: Agent [17]
• Un agent e´s auto`nom i autodirigit. Pot funcionar independentment de
l’entorn i de les relacions amb altres agents com a mı´nim en un nu´mero
limitat de situacions.
• Un agent e´s flexible i te´ la capacitat d’aprendre i adaptar el seu compor-
tament a trave´s del temps basant-se en l’experie`ncia, la qual cosa implica
la necessitat d’algun tipus de memo`ria. Un agent pot tenir regles que
modifiquin la seva conducta.
Aplicacions d’ABMS
Podem trobar aplicacions d’ABMS en tot tipus d’a`mbit. A continuacio´ al-
guns exemples:
Empreses i Organitzacions Societat i cultura
- Fabricacio´ - Civilitzacions antigues
- Mercats de consum - Desobedie`ncia civil
- Cadenes de subministrament
- Assegurances Terrorisme
- Determinants socials
Economia - Xarxes d’organitzacio´ militar
- Mercats financers artificials - Ordre i control
- Xarxes de comerc¸
Biologia
Infraestructura - Ecologia
- Mercats energe`tics - Comportament en grup d’animals
- Transports - Comportament molecular
Taula 1.1: Aplicacions ABMS
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1.2 Visualitzant resultats: Cassandra
Un cop comencem a tenir una idea me´s precisa de que e´s Pandora i en
que es basa, te´ sentit plantejar-nos com analitzar els resultats i patrons de
comportament que ens proporcionaran les simulacions. D’aqu´ı sorgeix la idea
de crear Cassandra[23], una eina de visualitzacio´ basada en OpenGL [25] que
sera` u´til per interpretar aquests resultats.
Cassandra consta de suport GIS (Geographic Information System), d’una
alta escalabilitat i, sobre el que ens centrarem me´s en aquest projecte, de l’ana`lisi
de grans volums de dades.
Figura 1.2: Captura de pantalla de Cassandra
1.3 Estat actual de Cassandra
A partir d’un fitxer codificat proporcionat per Pandora, Cassandra podra`
representar visualment dades en diferents passos de temps. Aquestes dades
dependran de cada simulacio´ i de cada model, pero` en qualsevol cas es podra`
visualitzar informacio´ referent a atributs de cada tipus d’agent, a informacio´ de
l’entorn (terreny o raster), i diverses estad´ıstiques.
Espec´ıficament, Cassandra ens permet:
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• Carregar simulacions
• Visualitzacio´ en 2D de diferents Rasters
• Visualitzacio´ en 2D d’agents sobre Rasters
• Desplac¸ament i zoom de la visualitzacio´ en 2D
• Visualitzacio´ en 3D d’un Raster
• Visualitzacio´ en 3D d’agents sobre el Raster
• Desplac¸ament, rotacio´ i zoom del raster en 3D
• Visualitzacio´ de gra`fiques estad´ıstiques
• Seleccio´ del tipus d’agent a visualitzar, indicant color, forma (2D) i model
(3D) a representar
• Seleccio´ de l’atribut del qual es generaran les estad´ıstiques
• Seleccio´ de la gamma de colors que formara` cada Raster
• Avanc¸ i retroce´s pas a pas de cada punt de temps de la simulacio´ i ac-
tualitzacio´ de totes les dades i representacio´ visual d’aquestes tant en 2D
com en 3D
• Avanc¸ automa`tic en el temps de la simulacio´ i actualitzacio´ de totes les
dades i representacio´ visual d’aquestes tant en 2D com en 3D
• Acce´s directe a qualsevol pas de temps de la simulacio´ i actualitzacio´ de
totes les dades i representacio´ visual d’aquestes tant en 2D com en 3D
1.4 Problemes a resoldre i noves funcionalitats
A continuacio´ s’analitzaran els punts a corregir o millorar sobre algunes fun-
cionalitats ja implementades i algunes funcionalitats que s’afegiran per millorar
l’experie`ncia d’u´s de Cassandra. Cal posar accent en que la principal finalitat
e´s millorar la visualitzacio´ de l’aplicacio´ passant del 2D, que e´s ba`sicament el
que constitueix Cassandra, al 3D.
Navegabilitat del 3D amb alguns errors
El principal problema de la navegabilitat el trobem quan volem desplac¸ar-
nos sobre el terreny. Es perd el punt de refere`ncia i aixo` fa que sigui dif´ıcil
interactuar amb l’escena, tant quan es vol fer zoom com quan es vol fer algun
moviment de rotacio´. Donat que aquesta primera implementacio´ de la navega-
bilitat en tres dimensions que ens trobem e´s provisional caldra` replantejar-se el
disseny i la implementacio´ d’aquesta funcionalitat.
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En aquest apartat es prete´n donar facilitats a l’usuari, ja sigui afegint fun-
cionalitats com re-inicialitzar la posicio´ inicial del punt de vista del terreny o
be´ limitar la llibertat de moviment donat que no tots els punts de vista so´n
u´tils (per exemple, veure el terreny des de sota no proporciona cap dada objecte
d’ana`lisi).
A me´s, s’ajustaran les accions de zoom, rotacio´ i translacio´, refinant-les se-
gons les dimensions de cada terreny. Aixo` e´s, ajustar la velocitat d’aproximacio´
o allunyament del raster, aix´ı com del desplac¸ament d’aquest.
Localitzacio´ d’agents
E´s tracta d’una nova funcionalitat que facilitara` la localitzacio´ d’agents i
d’aquesta manera poder obtenir dades concretes dels agents d’una zona del
terreny.
Donada la visualitzacio´ en 2D del terreny i dels agents a sobre d’aquest,
seleccionant una zona es podran obtenir els agents que es troben en un radi
determinat. A partir d’aqu´ı es podra` visualitzar en 3D, i per separat, l’escena
tenint com a punt de refere`ncia la posicio´ de cada agent.
Visualitzacio´ lenta del 3D quan es tracta d’un terreny o raster gran,
quan aquest esta` format per molts punts
Aixo` implica que al desplac¸ar, rotar o fer zoom s’alenteix el renderitzat de
manera que s’observa un retra`s des de que s’ha produ¨ıt el moviment del raster
fins que s’actualitza la imatge. E´s en aquest punt on es centrara` gran part del
projecte, ja que e´s la part me´s interessant i me´s problema`tica de Cassandra,
que dificulta molt l’ana`lisi en 3D dels resultats de les simulacions degut a que
per poc extens que sigui un terreny (per exemple 500x500) ja e´s dif´ıcil navegar
sobre aquest sense notar-hi un accentuat retra`s. L’ideal e´s fer que el refresc de
la imatge i el renderitzat sigui en temps real.
Una possible solucio´ per resoldre aquest problema e´s cercar i investigar sobre
llibreries cient´ıfiques que implementin millores quan s’hagi de tractar amb grans
quantitats de dades, de manera que adaptant Cassandra a la llibreria ja es noti
una notable millora.
Una altra solucio´ passa per disminuir o augmentar el nivell de detall segons
la capacitat de processament de la ma`quina on s’executi Cassandra per a que
es pugui visualitzar i navegar sense retra`s, d’una manera fluida.
A me´s a me´s, per agilitzar el renderitzat reduint la quantitat de punts a
mostrar ens podem estalviar el processar aquelles parts que no siguin necessa`ries,
que no siguin visibles.
Visualitzacio´ d’un u´nic Raster en 3D
Com ja s’ha mencionat a la seccio´ “Estat actual de Cassandra”, nome´s e´s
possible la visualitzacio´ en 3D d’un u´nic raster, del que e´s considera el raster
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inicial. Aixo` limita bastant l’u´s del 3D, ja que no es pot extreure informacio´
d’altres rasters que proporcionen me´s dades. A me´s, donat que sempre es visua-
litza el mateix raster, no te´ sentit plantejar-se el renderitzat de me´s d’un raster
alhora.
El que es proposa e´s, a me´s de la possibilitat de visualitzar rasters que
proporcionin diferents dades, que aquests es puguin veure en el mateix escenari,
e´s a dir, un a sobre l’altre, amb una certa separacio´ entre ells.
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Cap´ıtol 2
Objectius
Ja posats en context i un cop coneguda la situacio´ actual de Cassandra, cal
determinar els objectius que definiran l’abast del projecte per tal de poder dife-
renciar el que s’ha fet durant el desenvolupament d’aquest del que ja es trobava
implementat en la primera versio´. Amb aquest propo`sit sera` possible avaluar els
resultats i arribar a unes conclusions clares del treball fet exclusivament durant
aquest projecte.
2.1 Millorar la navegabilitat i interaccio´ amb Cas-
sandra
El primer objectiu a plantejar-se e´s el de la interaccio´ de l’usuari amb la
visualitzacio´ en tres dimensions d’una escena. Cal que aquest es pugui moure
lliurement per tot el terreny i el pugui explorar d’una manera senzilla sense
desorientar-se i sense cap tipus de dificultat que pugui afectar l’ana`lisi dels
resultats de la simulacio´. Per tractar aquest objectiu ens centrarem en els mo-
viments de ca`mera: quins so´n u´tils permetre i com s’han de dur a terme. Com
s’ha comentat en els problemes a resoldre, aquest aspecte es dissenyara` i s’im-
plementara` des de zero, ja que el que hi ha fet e´s confo´s i sera` me´s senzill tornar
a plantejar-ho.
2.1.1 Moviment de ca`mera
Per especificar els objectius en quan a la navegabilitat en una escena en 3D
haurem d’analitzar de quina manera volem que es comporti la ca`mera. Aixo`
sera` el que definira` aquest apartat.
Des d’un punt de vista pra`ctic tant d’u´s com d’implementacio´ e´s intu¨ıtiu
pensar que volem que la ca`mera es pugui moure en total llibertat sense cap
restriccio´.
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Cal tenir en compte pero`, que aixo` pot portar fa`cilment a la desorientacio´ de
l’usuari quan per exemple el terreny sigui sime`tric, ja que no sabra` exactament
on es troba quan faci un moviment de rotacio´. Un altre aspecte a tenir en compte
que pot originar confusio´ e´s el permetre la rotacio´ total del terreny, inclosa la
part inferior d’aquest. Donat que la informacio´ que ens proporciona el raster es
pot analitzar des de la part superior, la part inferior no e´s u´til, de manera que
per reduir una possible desorientacio´ seria convenient restringir aquesta part del
moviment.
Pel que fa al canvi de punt de refere`ncia, e´s a dir un moviment de translacio´,
cal tambe´ considerar alguna restriccio´. Ja que la ca`mera s’ha de poder traslladar
per tot el terreny, en algun moment l’usuari pot “perdre’s”o no saber on es troba
exactament. L’objectiu e´s que pugui tornar a una posicio´ inicial per tal de poder
tenir un punt de refere`ncia conegut.
Finalment, i com es tracta de l’ana`lisi de resultats, sera` necessa`ria la possi-
bilitat d’aproximar-se fins al ma`xim detall a un punt qualsevol del terreny. De
la mateixa manera, s’haura` de permetre el poder tornar enrere, considerant tant
el fet d’allunyar-se del terreny com de tornar a un punt de refere`ncia inicial.
2.2 Seleccio´ i localitzacio´ d’agents del 2D al 3D
Un altre objectiu a tenir en compte, fruit de la capacitat d’ana`lisi que es
vol proporcionar, e´s el de facilitar l’acce´s tant de dades com de visualitzacio´,
d’un agent en concret o d’un grup d’agents en una regio´ determinada del terreny.
El que es vol e´s poder seleccionar un agent en concret per tal de poder accedir
al valor dels seus para`metres i dades, i a la visualitzacio´ en tres dimensions de
l’entorn d’aquest, sent ell el punt central de refere`ncia. El fet de poder veure
les dades d’un agent en concret ja es troba implementat en la versio´ sobre la
que es treballara`. Es tracta pero`, d’anar una mica me´s enlla`. En la versio´
actual podem situar el punter del ratol´ı sobre un agent en la visualitzacio´ en
dues dimensions i al esperar uns segons, ens apareixeran les dades de l’agent
al que senyalem. Aquesta funcionalitat es troba limitada quan ens trobem en
terrenys grans amb una quantitat elevada d’agent,s ja que es complica el fet de
seleccionar un agent en concret. A me´s, no do´na la possibilitat de visualitzar-lo
en tres dimensions.
Aixo` motiva l’objectiu de, donada una regio´ objecte d’ana`lisi en la visualit-
zacio´ en 2D definida per un punt i un radi determinat, poder accedir a qualsevol
dels agents, amb la possibilitat de diferenciar-los entre ells, accedint alhora a les
dades de cadascun i permeten la visualitzacio´ en 3D d’aquests, sent ells el cen-
tre de refere`ncia en dita visualitzacio´. D’aquesta manera, es facilita i s’agilitza
l’acce´s de l’usuari a l’estudi de l’entorn dels agents.
2.3. EFICIE`NCIA AMB GRANS VOLUMS DE DADES EN LA VISUALITZACIO´ EN 3D21
2.3 Eficie`ncia amb grans volums de dades en la
visualitzacio´ en 3D
Aquest e´s potser l’objectiu me´s destacat, prioritari i sobre el que es treballara`
me´s en tot aquest projecte. Un dels problemes que obstaculitzen en major grau
l’u´s de la visualitzacio´ en 3D e´s la poca eficie`ncia que es troba al manipular una
escena en tres dimensions quan s’han de tractar resultats de simulacions que
estan formades per grans quantitats de dades. Aixo` e´s, principalment, terrenys
molt grans formats per considerables quantitats de punts que suposa renderit-
zar, en consequ¨e`ncia, un gran nombre de ve`rtexs.
En aquest punt e´s preferent aconseguir una visualitzacio´ en 3D del terreny
(independentment de la mida) que, al efectuar algun tipus D’interaccio´ (e´s a
dir, moure’l), sigui renderitzat a temps real. Un aspecte a considerar e´s el fet
de que no s’ha de perdre en cap cas la capacitat de poder veure l’escena sense
perdre cap detall, cap dada representada en el raster. Per tant, es tractara` de
dissenyar i implementar la millor solucio´ que satisfaci aquests dos punts avaluant
les diferents propostes i arribant a una conclusio´ a partir dels resultats obtinguts
mitjanc¸ant diversos tests.
2.4 Visualitzacio´ simulta`nia de diferents rasters
El darrer punt a considerar sorgeix de la necessitat de poder comparar l’evo-
lucio´ de dos o me´s rasters que representin diferents tipus de dades. Actualment
nome´s e´s possible representar un u´nic raster en tres dimensions. El que es vol
aconseguir e´s poder visualitzar al mateix temps i en 3D me´s d’un raster. Per
poder comparar-los entre s´ı, e´s convenient que es visualitzin en un espai me´s
o menys redu¨ıt. Tot i aix´ı, pot ser interessant cedir aquesta decisio´ a l’usuari,
permetent que ho manipuli al seu criteri. A me´s, ha de poder decidir en quin
ordre els vol veure renderitzats, ja que sera` ell qui decideixi quines dades li conve´
comparar. Cal aclarir que el fet d’afegir aquesta funcionalitat no ha d’impedir
la consecucio´ dels objectius fixats anteriorment.
22 CAPI´TOL 2. OBJECTIUS
Cap´ıtol 3
Especificacio´
Un cop s’han definit els objectius a assolir fruit de les millores i noves fun-
cionalitats que volem integrar a Cassandra, hem d’especificar els requeriments
necessaris per aix´ı ajustar-nos a les necessitats produ¨ıdes per dits objectius. D’a-
questa manera evitarem ambigu¨itats i errors, posant l´ımits, concretant i aclarint
com haura` de ser el disseny de l’aplicacio´ de manera que no hi hagi errors de
comprensio´.
En definitiva, es tracta d’aprofundir en les idees generals exposades en el
plantejament inicial i en l’apartat anterior fins arribar a un a`mbit te`cnic per
acabar definint d’una manera espec´ıfica com s’haura` de dissenyar el sistema.
3.1 Requeriments funcionals
Els requeriments funcionals s’encarreguen de definir el comportament del
software o d’algun dels components que el formen. Defineixen funcions des-
crites a partir de conjunts d’entrades, de comportaments i de sortides. En la
seccio´ 6.1.1 es mostraran me´s concretament aquests requeriments funcionals
mitjanc¸ant els casos d’u´s.
3.1.1 Interaccio´ de l’usuari amb la visualitzacio´ en 3D:
accessibilitat des de teclat i ratol´ı i moviment de
ca`mera
Tal com indica el t´ıtol d’aquesta seccio´, a continuacio´ es parlara` de com
haura` de ser l’intercanvi d’informacio´ entre l’usuari i l’aplicacio´ per tal de poder
establir una co`moda visualitzacio´ de les escenes en tres dimensions.
Principalment el moviment de ca`mera damunt l’escena es dura` a terme mit-
janc¸ant el ratol´ı (o touchpad en cas d’ordinadors porta`tils) recolzat en alguns
casos per el teclat. S’ha escollit el ratol´ı, ja que es la manera me´s co`moda i la
que do´na me´s graus de llibertat a l’hora de moure’s i de rotar un objecte en tres
dimensions.
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Al clicar el boto´ esquerre del ratol´ı, podrem fer rotacions de l’escenari tant en
l’eix de les X’s com de les Y’s mentre movem el ratol´ı sempre i quan visualitzem
la part superior de l’escena de manera que mai podrem veure la part inferior.
Com s’ha comentat anteriorment, aquesta mesura evita la possible desorientacio´
i no afecta a l’ana`lisi de resultats, ja que so´n dades que no interessen. Per fer
rotacions respecte l’eix de les Z’s, caldra` clicar la tecla ’Ctrl’ del teclat al mateix
temps que es fan les rotacions amb el ratol´ı clicant el boto´ esquerre. Amb aquest
tipus de rotacions es permet que l’usuari pugui apropar al seu punt de vista un
punt que tenia me´s allunyat sense haver de canviar la perspectiva.
Per canviar el punt sobre el que es fan les rotacions, e´s a dir, per traslladar-
nos per sobre de l’escenari s’haura` de mantenir clicat el boto´ dret del ratol´ı.
Aix´ı podem canviar el punt de refere`ncia i per exemple, veure amb me´s detall
diferents zones. En aquest punt s’haura` de tenir en compte la mida del terreny
per variar la velocitat en que ens movem, ja que si el terreny e´s extremadament
gran i la velocitat de translacio´ e´s massa baixa, es pot fer tedio´s i infinit.
Pel que fa al zoom, l’ampliacio´ de detall en determinades zones, es disse-
nyara` com es fa de manera habitual, fent u´s de la rodeta (scroll) del ratol´ı. Al
desplac¸ar-la endavant ens anirem apropant a l’escena i al fer-ho endarrere ens
anirem allunyant. Com ja s’ha comentat en el cas de les translacions, sera` neces-
sari considerar la mida de l’escenari per variar la velocitat en que ens apropem
o allunyem.
Finalment, satisfent un dels objectius per evitar la desorientacio´ de l’usuari,
clicant la tecla ’R’ del teclat es reiniciara` la vista de l’escena a la posicio´ inicial
per poder situar-se de nou a un punt conegut.
3.1.2 Seleccio´ i localitzacio´ d’agents del 2D al 3D
En aquest punt es tracta de detallar com es vol que sigui la seleccio´ d’agents
d’una zona determinada per un punt i un radi modificable per l’usuari en el
2D, la visualitzacio´ de les dades d’aquests i la visualitzacio´ en 3D de cada agent
seleccionat.
Per executar totes aquestes funcionalitats sera` necessari fer-ho per parts per
tal de donar facilitats i alhora el ma`xim de dades possibles. Primer s’explicara`
com fer la seleccio´ en el 2D, a continuacio´ com visualitzar les dades d’aquests i
finalment, com escollir i visualitzar en tres dimensions un agent en concret.
La seleccio´ d’una zona en la visualitzacio´ en 2D vindra` definida per un punt
i un radi. Primerament, l’usuari haura` d’escollir el radi per determinar la mida
de la zona respecte la qual es fara` la cerca d’agents. De no ser aix´ı, es fara` servir
un valor predeterminat. Tot seguit, al fer doble clic amb el boto´ esquerre del
ratol´ı sobre l’escena en dues dimensions, e´s definira` el punt central de la zona
sobre la qual es fara` la cerca dels agents. Aquesta cerca comprovara` per cada
punt de la zona si existeix un agent i l’afegira` a una llista.
A continuacio´ s’obrira` una finestra amb una llista desplegable on es veuran
els identificadors dels agents compresos en la zona definida per l’usuari. Si es vol
veure en detall la informacio´ de cada agent nome´s caldra` desplegar la pestanya de
cada identificador d’agent. D’aquesta manera, si s’escull una zona molt poblada,
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no s’inunda a l’usuari amb una gran quantitat d’informacio´ desorganitzada. Sera`
cadascu´ qui esculli quina informacio´ desitja veure.
Finalment, a la mateixa finestra on tenim la llista d’agents, al fer doble
clic a l’identificador de qualsevol d’aquests s’obrira` una altra finestra amb la
visualitzacio´ en tres dimensions on el punt de refere`ncia sera` la posicio´ de l’agent
seleccionat. Arribats a aquest punt s’ha decidit no posar cap limitacio´ en quant
a nombre de finestres, ja que es responsabilitat de l’usuari saber quines dades
i/o agents li so´n u´tils i quins ha de descartar.
3.1.3 Eficie`ncia amb grans volums de dades en la visualit-
zacio´ en 3D
La visualitzacio´ en tres dimensions del terreny a renderitzar ha de ser a`gil i a
temps real sigui quina sigui l’extensio´ d’aquest. A me´s, s’haura` de proporcionar
la possibilitat de veure’l en el ma`xim detall que proporcionin els resultats de les
simulacions.
Per satisfer aquest objectiu, e´s necessari que l’aplicacio´ es comporti d’aques-
ta manera independentment de les caracter´ıstiques del computador en el qual
s’estigui executant Cassandra. Per fer-ho, es posara` a disposicio´ de l’usuari la
possibilitat de modificar el nivell de detall amb el que es visualitzara` l’escena.
D’aquesta manera ens assegurem un renderitzat a temps real quan es vulgui
navegar pel terreny (disminuint el nivell de detall) i la possibilitat d’analitzar
els resultats amb el ma`xim detall quan ens trobem a la posicio´ desitjada (aug-
mentant el nivell de detall quan no sigui necessari cap tipus de moviment).
3.1.4 Visualitzacio´ simulta`nia de diferents rasters
Pel que fa a la visualitzacio´ de me´s d’un raster en la mateixa escena s’hau-
ran de tenir en compte aspectes que facilitin la manipulacio´ tant en termes de
quantitat de rasters a renderitzar com d’ordre a l’hora de representar-los.
La solucio´ passa per donar la capacitat d’escollir quins rasters de la simulacio´
es volen dibuixar i en quin ordre han d’apare`ixer a la pantalla. L’ordre ve
considerat segons la posicio´ que es vulgui establir en la superposicio´ dels rasters,
representant-ho com una pila de plans. Es proporcionara` un widget amb tots
els rasters disponibles i es podran ordenar i seleccionar segons la voluntat de
l’usuari. En aquest punt depe`n d’aquest el fet de jugar amb el nivell de detall i la
quantitat de rasters a visualitzar, considerant la informacio´ que vulgui comparar,
el detall amb el que ho vulgui visualitzar i si vol, o no, desplac¸ar-se.
3.2 Requeriments no funcionals
Els requeriments no funcionals so´n aquells que defineixen no el que fara` el
software sino´ el com ho fara`. E´s u´til per veure i analitzar com opera un sistema,
e´s a dir, els criteris espec´ıfics que al final, d’una manera o altra en la seva
majoria, afecten a l’u´s que un usuari en fa del sistema o aplicacio´. Els me´s
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rellevants i en els que s’ha fet me´s e`mfasi en aquest projecte donats els objectius
proposats so´n els segu¨ents:
• Eficie`ncia: Vist que la visualitzacio´ del 3D ha de ser el ma`xim eficient
possible de manera que es pugui visualitzar l’escena en temps real aix´ı
com es va navegant a trave´s d’ella, sera` necessari un alt rendiment. Tot i
ser aquest el punt me´s important en quan a rendiment es refereix, tambe´
s’haura` de tenir en compte la resta de l’aplicacio´, evitant elements inneces-
saris i redunda`ncies. De la mateixa manera e´s favorable que la comunica-
cio´ entre classes, com poden ser per exemple widgets, sigui el me´s directa
possible tot respectant l’estructura de Cassandra.
• Usabilitat: L’usabilitat es refereix a la facilitat que tindran els usuaris per
fer servir Cassandra. Amb aixo` es prete´n que dit usuari sigui eficient en
l’u´s de l’aplicacio´, e´s a dir, que no necessiti excessiu temps per completar
una tasca com pot ser el navegar o modificar para`metres de la visualitzacio´
3D. Tambe´ hi te´ lloc l’aprenentatge d’u´s, el qual ve facilitat si la interf´ıcie
e´s intu¨ıtiva i fa`cil de fer servir. Per tant, Cassandra haura` d’estar or-
ganitzada correctament, ja que amb la gran quantitat de funcionalitats
i para`metres a visualitzar i modificar s’ha d’evitar que l’usuari final que
l’utilitzi tingui problemes per moure’s a trave´s d’ell. Aix´ı podra` dedicar-se
me´s profundament a l’ana`lisi de les simulacions sense que factors secun-
daris com poden ser dificultats proporcionades pel sistema li facin la feina
me´s complexa.
• Portabilitat: El codi haura` de seguir l’esta`ndard de C++[18] i haura` de
poder ser compilat en qualsevol plataforma. Per aquesta rao´ s’hauran de
fer servir llibreries externes multiplataforma (compatibles almenys amb
Linux, MAC i Windows).
• Lliure: Pandora i Cassandra so´n projectes de software lliure, per tant, e´s
un requeriment necessari que el que s’afegeixi o modifiqui a Cassandra sigui
i es desenvolupi amb software lliure. A me´s, beneficia l’evolucio´ i millora
del projecte des del punt de vista que s’aprofiten avantatges te`cniques
i econo`miques donada l’accessibilitat de col·laboracio´ que proporciona.
Aixo` e´s degut a les llibertats manifestes que caracteritzen el software lliure:
la llibertat d’usar el programa, la llibertat d’estudiar com funciona el
programa i modificar-lo adaptant-lo a les necessitats pro`pies, la llibertat
de distribuir-ne co`pies i la llibertat de millorar-lo i fer pu´bliques dites
millores de manera que tota la comunitat interessada en surti beneficiada.
• Compatibilitat: Quan parlem de compatibilitat dins dels requeriments de
software cal especificar que es parla de la compatibilitat que ha de tenir
amb la resta del projecte, no de la compatibilitat amb altres plataformes,
requeriment explicat anteriorment. Amb aixo` es vol dir que qualsevol
afegit i modificacio´ de l’aplicacio´ ha de ser coherent amb el ja establert
anteriorment. E´s a dir, s’han de respectar, per exemple, les estructures
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de dades que proporciona Pandora, aix´ı com tambe´ l’esquelet o estructura
que forma Cassandra, tant quan parlem d’here`ncia entre classes com de
tipus de dades utilitzades. Per exemple, les modificacions que es duguin
a terme no han de trencar la interf´ıcie pu´blica de la llibreria.
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Cap´ıtol 4
Ana`lisi previ
Per poder comprendre en que es basa la part de visualitzacio´ en 3D i aix´ı
entendre l’enfocament de la problema`tica i de com portar a terme les possibles
solucions, s’explicaran els conceptes ba`sics generals sobre visualitzacio´ en 3D.
A continuacio´ es veuran conceptes me´s espec´ıfics per a terrenys (aplicable en
el nostre cas al que tambe´ denominem com a raster) i finalment, una introduc-
cio´ a OpenGL, la API (Application Programming Interface) amb la qual s’ha
desenvolupat Cassandra.
4.1 Conceptes de visualitzacio´ en 3D
4.1.1 Conceptes ba`sics
La informa`tica gra`fica s’ente´n com l’art i la te`cnica de comunicar informacio´
fent servir dibuixos i imatges generades per un computador a partir de models
de dades i d’interactuar amb elles i amb la visualitzacio´ d’aquestes. Aix´ı ma-
teix, una aplicacio´ de gra`fics 3D e´s qualsevol programa que utilitza un conjunt
de te`cniques que permeten obtenir dibuixos i imatges en 3D per pantalla i alhora
proporcionen mecanismes d’interaccio´ amb aquests.
Figura 4.1: Informa`tica gra`fica [6]
Per a poder interactuar es fa u´s del que es coneix com a GUI (Graphical
User Interface), un programa informa`tic que com be´ indica el seu nom, ser-
veix d’interf´ıcie d’usuari, fent servir un conjunt d’imatges i objectes gra`fics per
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representar la informacio´ i accions disponibles en la interf´ıcie. En definitiva,
serveix principalment per proporcionar un entorn visual senzill que permet la
comunicacio´ de l’usuari amb la ma`quina o computador.
Els perife`rics hardware mı´nims necessaris els quals ha de disposar un com-
putador per poder dibuixar (renderitzar) imatges so´n la pantalla i la targeta
gra`fica.
Una pantalla o monitor e´s un dispositiu de sortida que serveix per mos-
trar dades o informacio´ a l’usuari. Aquest perife`ric permet mostrar sortides de
processos i d’aquesta manera comunicar-se amb l’usuari. Les pantalles a color
funcionen segons el mecanisme de l’ull huma` per percebre el color. Nome´s es
fan servir 3 colors (el vermell, el verd i el blau (acro`nims per RGB: red, gre-
en, blue)) per representar tot el ventall de colors perceptibles per l’ull huma`,
ja que la retina nome´s disposa de ce`l·lules capacitades per captar la intensitat
d’aquests 3 colors. Les pantalles estan formades per una reixa de p´ıxels, punts
els quals tenen un valor RGB.
Una targeta gra`fica e´s una targeta d’expansio´ per a un computador, encarre-
gada de processar les dades proporcionades per la CPU (Central Processor Unit)
i transformar-les en informacio´ comprensible i representable en un dispositiu de
sortida com e´s una pantalla o monitor. Les targetes gra`fiques tenen una unitat
de proce´s independent a la CPU anomenada GPU (Graphic Processor Unit). A
me´s, disposen d’una memo`ria espec´ıfica destinada a guardar la intensitat de ca-
da color a cada p´ıxel de la imatge, la qual s’anomena memo`ria de v´ıdeo o frame
buffer. L’aplicacio´ escriura` en el frame buffer i tot seguit la pantalla recollira`
la informacio´ d’aquest i procedira` a dibuixar-ho. Per tal d’evitar errors en el
renderitzat i en el refresc de les imatges, la targeta gra`fica te´ me´s d’un frame
buffer, ja que mentre l’aplicacio´ n’actualitza un (back buffer), es pot mostrar
l’altre (front buffer) sense haver-hi cap interrupcio´.
E´s important, com s’ha comentat anteriorment, que el renderitzat es produ-
eixi en temps real i no s’hi aprecii retra`s. Un sistema de temps real e´s aquell
que considera les operacions computacionals com a correctes no nome´s tenint
en compte que la lo`gica i la implementacio´ dels programes sigui correcta, sino´
que dita operacio´ doni el resultat correcte en el temps adequat. Per tant, pel
que fa al projecte, s’haura` de tenir en compte que al mı´nim canvi que es pro-
dueixi en algun para`metre o en alguna dada a renderitzar, el canvi s’actualitzi
immediatament en la imatge mostrada per pantalla de manera que no s’observi
retra`s.
Per poder mesurar i fer un ana`lisi del que conve´ i del que val la pena im-
plementar de manera que es pugui considerar una millora en el rendiment de
Cassandra, s’utilitzara` com a mesura els frames per segon. Un frame e´s un u´nic
renderitzat o pintat del frame buffer.
Donat que la frequ¨e`ncia de refresc d’una pantalla esta` entre 60 i 70 frames
per segon, una aplicacio´ que sigui co`moda per a l’usuari i es pugui considerar de
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temps real no ha de co´rrer a una velocitat molt me´s petita al refresc de pantalla,
ja que de no ser aix´ı, l’usuari ja notaria salts d’imatge i retards.
4.1.2 Ca`mera
Una ca`mera e´s el que fem servir per navegar dins un espai virtual en 3D. El
conjunt de para`metres que defineixen una ca`mera e´s el que determina el volum
de visio´. Aquest volum normalment e´s una pira`mide compresa entre dos plans
paral·lels al que s’anomena frustum. El frustum limita la visio´ del que surt per
pantalla, e´s a dir, tot el que estigui contingut totalment o parcial dins el frustum
e´s el que es veura` al monitor del computador. Tota aplicacio´ de visualitzacio´ de
models en 3D disposa d’una ca`mera.
Figura 4.2: Frustum [6]
Una ca`mera ve definida pels segu¨ents para`metres:
• Posicio´ de la ca`mera (OBS): so´n les coordenades de l’escenari 3D on es
troba situada la ca`mera, tambe´ coneguda com posicio´ de l’observador.
• View Reference Point (VRP): es tracta de les coordenades cap a on esta`
mirant la ca`mera.
• View Up Vector (VUP o up): indica la direccio´ de l’eix vertical de la
ca`mera, la inclinacio´. E´s a dir, determina el gir de la ca`mera respecte la
direccio´ central de la mateixa (definida pel vector que va de l’observador
al VRP). Modificant aquest vector es controla el gir de l’eix Y del sistema
de coordenades de l’observador al voltant de l’eix Z.
• Znear i Zfar: so´n els dos plans paral·lels entre s´ı que limiten el frustum
de visio´ (Znear el me´s pro`xim a la ca`mera i Zfar el me´s llunya`). Aquests
so´n perpendiculars a l’eix Z en el sistema de coordenades de l’observador,
d’aqu´ı el seu nom.
A l’hora de definir una ca`mera podem escollir entre dos tipus diferents:
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Figura 4.3: Para`metres de posicionament d’una ca`mera [6]
• Ca`mera perspectiva: e´s quan la projeccio´ es perspectiva, e´s a dir, les l´ınies
paral·leles de l’escena convergeixen en un punt anomenat punt de fuga.
Te´ l’aparenc¸a de les imatges obtingudes en el mo´n igual, les quals poden
tenir deformacions. E´s el tipus de ca`mera me´s utilitzat. El frustum e´s
una pira`mide.
Figura 4.4: Ca`mera perspectiva [6]
• Ca`mera axonome`trica: en aquest cas la projeccio´ e´s paral·lela. Mostren
l’escena sense perspectiva, totes les l´ınies del model so´n paral·leles entre
s´ı de manera que no s’observa deformacio´ en els objectes representats. El
frustum e´s un prisma.
Els segu¨ents para`metres depenen del tipus de ca`mera que es defineixi.
• Angle d’obertura de la ca`mera (fovy): s’utilitza al definir una ca`mera
perspectiva. Es tracta de l’angle que mesura l’obertura del frustum de
visio´ sent l’origen la posicio´ de la ca`mera. Es mesura en el pla vertical del
sistema de coordenades de l’observador.
• Mida de la vista 2D: es fa servir amb ca`meres axonome`triques. Donat
que el frustum e´s un prisma s’hauran de definir les dimensions de la base
d’aquest, en el pla X-Y en coordenades de l’observador. Aquestes mesures
defineixen la mida de la finestra en 2D.
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Figura 4.5: Ca`mera axonome`trica [6]
• Relacio´ d’aspecte: e´s la relacio´ entre alc¸ada i amplada (amplada/alc¸ada)
del frustum quan es tracta d’una pira`mide, e´s a dir, en ca`meres perspec-
tives (en ca`meres axonome`triques no te´ sentit definir-ho perque` ja hi esta`
al indicar la mida de la vista 2D). Dita relacio´ ha de coincidir amb la
relacio´ de la finestra 2D de l’aplicacio´, ja que de no ser aix´ı es produirien
deformacions.
4.1.3 Models 3D
Els models geome`trics es defineixen a partir d’un conjunt de punts (dimensio´
0), arestes (dimensio´ 1) i cares (dimensio´ 2). El conjunt format per les diferents
cares e´s el que forma el model 3D.
Existeixen diferents esquemes de representacio´ per a objectes 3D.
Model de filferros
E´s el sistema de representacio´ me´s senzill degut a que nome´s desa el con-
junt de ve`rtexs que formen el model i la llista d’arestes que els uneixen. E´s
u´til per representar models no so`lids, formats per filferros. En aquest projecte
s’usara` per verificar el correcte funcionament d’algorismes que s’explicaran me´s
endavant.
Representacio´ d’objectes per frontera
Serveix per modelitzar la superf´ıcie externa de l’objecte. Guarda dos tipus
d’informacio´, geome`trica i topolo`gica. La primera fa refere`ncia als plans de
suport de les cares i a la posicio´ dels ve`rtexs. La segona so´n relacions frontereres
entre els diferents elements geome`trics.
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Figura 4.6: Terreny modelat amb filferros [3]
Geometria constructiva de so`lids
Aquest model esta` basat en una estructura d’arbre. Els nodes interiors
representen operacions booleanes d’unio´, interseccio´ i difere`ncia. Els nodes ter-
minals representen objectes primitius parametritzats com so´n per exemple cubs
o esferes.
Figura 4.7: Geometria constructiva de so`lids [29]
La geometria constructiva de so`lids no ens e´s u´til com a esquema de repre-
sentacio´, ja que no s’ajusta als requisits d’una aplicacio´ de temps real que tracta
amb grans quantitats de dades. Aixo` es deu a que per poder visualitzar el model
s’han de calcular quines cares, arestes i ve`rtexs formen el model.
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Models de volum
Els models de volum guarden informacio´ del que esta` contingut dins un
volum 3D, e´s a dir, cada punt interior de l’objecte 3D te´ informacio´ rellevant
del model.
4.1.4 Proce´s de visualitzacio´
Consta de la sequ¨e`ncia de transformacions i operacions necessa`ries per poder
visualitzar una projeccio´ 2D a partir del reprodu¨ıt a un espai virtual 3D. Aquest
proce´s es pot dividir a grans trets en dues parts. La primera s’encarrega de les
transformacions geome`triques per convertir les coordenades de cada objecte de
l’espai en 3D a coordenades del 2D, que sera` el que visualitzarem per pantalla.
La segona part es centra en l’eliminacio´ de parts ocultes, en aplicar color a les
cares i a definir la il·luminacio´ per donar me´s realisme a l’escena.
Transformacions geome`triques
Els canvis de sistema de coordenades es fan mitjanc¸ant operacions entre ma-
trius 4x4 que transformen tots els ve`rtexs del model. La quarta component de
cada ve`rtex (descrit amb les components x, y, z, i w) s’anomena coordenada ho-
moge`nia i te´ com a valor inicial 1. Els diferents canvis de sistema de coordenades
que es produeixen durant el proce´s so´n els segu¨ents:
• Sistema de coordenades del model: e´s l’utilitzat per modelar l’escena.
L’origen de coordenades, la direccio´ i l’orientacio´ dels eixos es defineixen
durant el modelat de l’objecte, independentment de la ca`mera.
• Sistema de coordenades de l’aplicacio´: serveix per definir el model ge-
ome`tric de l’escena. E´s independent de l’observador i no varia durant la
visualitzacio´ de l’escena.
• Sistema de coordenades de l’observador: e´s el sistema de coordenades
origen de la ca`mera o observador, de manera que la posicio´ de l’observador
respecte aquest sistema sera` el 0,0,0.
• Sistema de coordenades de Clipping: en aquest sistema el volum que de-
fineix el frustum e´s converteix en un cub, de manera que els objectes
representats a l’escena s’adapten a les dimensions de la visio´ en perspec-
tiva. E´s a dir, els objectes me´s llunyans es veuran me´s petits i els me´s
propers, me´s grans.
• Sistema de coordenades normalitzades: e´s similar al sistema de coordena-
des de clipping pero` al ser normalitzat, les coordenades passen a ser valors
entre -1 i 1.
• Sistema de coordenades del dispositiu: e´s el sistema de coordenades uti-
litzat pel dispositiu f´ısic en el que es dibuixa, el qual hi te´ referenciats els
p´ıxels.
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Per cada ve`rtex, les operacions necessa`ries per dur a terme el primer pas, el
canvi de coordenades del model a coordenades de l’observador, so´n:

Sx Sy Sz 0
Wx Wy Wz 0
−Fx −Fy −Fz 0
0 0 0 1


1 0 0 OBSx
0 1 0 OBSy
0 0 1 OBSz








































A continuacio´ s’ha de tenir en compte el tipus de ca`mera que es vulgui de-
finir, perspectiva o axonome`trica. Si es tracta d’una ca`mera axonome`trica els
valors dels para`metres left, right, top i bottom ja estaran correctament definits
segons s’indiqui. En el cas de que` es vulgui una ca`mera perspectiva s’hauran de
fer les segu¨ents operacions:






right = top * ra
left = -right
on:
α = angle d’obertura de la ca`mera
ra = relacio´ d’aspecte
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La segu¨ent transformacio´ consistira` en passar de coordenades d’observador












0 0 −1 0

Tot seguit conve´ transformar les coordenades de clipping en coordenades
normalitzades, e´s a dir, que els valors estiguin compresos entre -1 i 1. Per fer
aixo` nome´s s’ha de dividir cada ve`rtex per la component homoge`nia pro`pia, la
que anteriorment s’ha anomenat w. D’aquesta manera els ve`rtex tornaran a ser
de tres components.
A partir d’aqu´ı nome´s es conserva el contingut compre`s dins el volum de
visio´ o frustum, descartant els ve`rtexs que tinguin com a coordenades algun
valor menor que -1 o major que 1. En el cas de que aix´ı sigui, voldra` dir que el
ve`rtex es troba fora del frustum de visio´. Cal tenir en compte pero`, que no es
descartaran tots, ja que pot ser que alguna aresta tingui ve`rtexs situats fora del
frustum i tot i aix´ı aquesta el creu¨ı, de manera que es retallara` eliminant la part
que es quedi fora i creant nous ve`rtexs al l´ımit del cub de visio´. Ana`logament
succeira` amb aquelles arestes que tinguin un ve`rtex dins del frustum i un a fora.
El mateix passa amb les cares: les que tinguin ve`rtexs fora i dins del cub tambe´
es retallen, afegint nous ve`rtexs i arestes de manera que no es quedin obertes.
El segu¨ent pas consisteix en canviar el sistema de coordenades normalitzat a
sistema de coordenades del dispositiu. Recordant que el dispositiu te´ dimensio´
2, suposarem que l’extrem superior esquerra de la pantalla es correspon amb la
coordenada (0,0). Per referir-nos a les coordenades dels extrems de la pantalla
usarem xmin, xmax, ymin i ymax de manera que la coordenada del viewport cor-
responent a l’extrem superior esquerra es descriuria com (xmin, ymin) i l’extrem
inferior dret com (xmax, ymax). Tot i aix´ı sera` necessari mantenir la coordenada
z del sistema de coordenades normalitzat per a ca`lculs posteriors (dista`ncia a
l’observador de cada ve`rtex).









∗ (ymax − ymin) + ymin
on (xd, yd) e´s la coordenada del dispositiu corresponent a cada ve`rtex (x,y).
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A me´s a me´s, despre´s d’aplicar tot aquest seguit de transformacions de can-
vis de coordenades e´s possible realitzar diferents transformacions geome`triques
espec´ıficament a cada model. Aquestes so´n transformacions de rotacio´, de trans-
lacio´ i d’escalat.
Les segu¨ents matrius corresponen a les transformacions esmentades:
Rotacio´ Eix X =

1 0 0 0
0 cosθ −sinθ 0
0 sinθ cosθ 0
0 0 0 1

Rotacio´ Eix Y =

cosϕ 0 sinϕ 0
0 1 0 0
−sinϕ 0 cosϕ 0
0 0 0 1

Rotacio´ Eix Z =

cosτ −sinτ 0 0
sinτ cosτ 0 0
0 0 1 0
0 0 0 1





1 0 0 tx
0 1 0 ty
0 0 1 tz
0 0 0 1

on tx, ty i tz so´n les dista`ncies de translacio´ respecte els eixos X, Y, i Z.
Escalat =

ex 0 0 0
0 ey 0 0
0 0 ez 0
0 0 0 1

on ex, ey i ez so´n els factors d’escalat que volem portar a terme en funcio´
dels eixos X, Y i Z respectivament.
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Aportant Realisme
Un cop tenim dibuixada l’escena amb els mı´nims ba`sics per distingir formes
geome`triques podem passar a afegir-hi realisme de manera que puguem en obte-
nir una foto virtual. En aquest pas s’han de tenir en compte les parts visibles i/o
ocultes al fer la foto i el color que han de tenir les cares dels objectes modelats
segons la il·luminacio´ que rebin.
Parts visibles i ocultes
Donat que e´s totalment factible que un objecte estigui situat davant d’un altre
en una escena en 3D, al construir la imatge en 2D pot ser que un objecte tapi
a l’altre i que el que es troba darrere o be´ no es vegi (si el que el tapa es
totalment opac) o be´ si sigui visible (si l’objecte que te´ al davant te´ una certa
transpare`ncia).
Si tenim dos punts qualssevol P i Q, direm que P e´s visible des de Q si i
nome´s si un raig de llum originat a Q en direccio´ P arriba a P amb intensitat no
nul·la. Dita intensitat es pot veure alterada per una atenuacio´ parcial deguda a
objectes translu´cids, per una atenuacio´ total si es tracta d’objectes opacs, degut
a la pro`pia naturalesa del raig de llum o be´ per una atenuacio´ parcial causada
pel medi pel qual es propaga la llum (boira, contaminacio´, etc).
A tots aquests elements que causen atenuacio´ en la llum els anomenarem obs-
tacles.
Anomenarem determinacio´ de la visibilitat d’una escena al ca`lcul de la visibi-
litat geome`trica entre l’observador i els objectes de dita escena. Per tota posicio´
en la que es situ¨ı l’observador es determinaran els punts visibles de la superf´ıcie
de cada objecte. El me´s habitual e´s fer el ca`lcul a la geometria compresa dins
el frustum i tenir en compte u´nicament com a obstacles les cares opaques dels
objectes.
L’algorisme que s’utilitza en la majoria de casos i que e´s me´s adequat per
la determinacio´ de la visibilitat en escenes amb objectes de cares opaques e´s
el z-buffer o com tambe´ s’anomena, depth-buffer. Aquest algorisme fa u´s de la
component de profunditat dels ve`rtexs (la z) que no hem descartat (tot i a priori
no necessitar-la) al fer el canvi al sistema de coordenades del dispositiu. Aquesta
component es fa servir per comprovar la dista`ncia del punt a l’observador, e´s a
dir, per obtenir la profunditat del punt a l’escena.
Per a la implementacio´ es fan servir dos buffers auxiliars de la mateixa
resolucio´ que la vista. La component x i y de cada buffer conte´ informacio´
associada a cada p´ıxel (x,y).
• Buffer de color (color-buffer): conte´ la informacio´ corresponent al color
dels p´ıxels en RGB. Les seves components s’inicialitzen amb el color de fons
de l’escena i mentre s’executa l’algorisme, cada component actualitzara` el
seu valor al que es correspongui amb el punt de la superf´ıcie visible des
del p´ıxel associat respecte les cares processades.
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• Buffer de profunditat (depth-buffer): conte´ la profunditat dels punts de
l’escena discretitzada amb el nu´mero de bits associats a cada component.
E´s a dir, si considerem que disposem de 8 bits per component, el rang
de profunditats variara` entre 00000000 i 11111111. S’inicialitza amb la
profunditat me´s elevada que poden tenir els ve`rtexs de l’escena (11111111
en el cas de l’exemple) i durant l’execucio´ de l’algorisme contindra`, a cada
component, la profunditat corresponent al punt de la superf´ıcie visible en
el p´ıxel associat respecte les cares processades.
Al finalitzar l’algorisme podem saber amb quin color s’ha de pintar cada p´ıxel
considerant la profunditat de les cares que es projecten sobre aquest per saber
quina d’elles e´s la que influeix en el color final del p´ıxel. D’aquesta manera
s’eliminen cares ocultes, ja que per cada p´ıxel nome´s es pintara` la cara me´s
pro`xima a l’observador, la qual tapara` les possibles cares que estiguin darrera.
Color i il·luminacio´
El color per defecte que tindra` un p´ıxel si no es fa u´s de la il·luminacio´ vindra`
definit u´nicament pel color que s’hagi determinat als ve`rtexs que formen cada
cara. El color de la cara e´s resultat de ponderar els colors de cada ve`rtexs que
la formen depenent de la dista`ncia entre cada punt.
En el cas de que es faixi servir il·luminacio´, el color de cada p´ıxel estara`
influ¨ıt per la intensitat del focus de llum i del color de la llum que emeti, del
color de l’objecte i de la posicio´ en que es trobi l’observador.
Podem trobar tres tipus d’il·luminacio´:
• Llum ambient: la llum no e´s direccional de manera que no hi ha un focus
de llum.
• Llum difosa: la llum s’origina en un focus i la reflexio´ produ¨ıda per la
llum es la mateixa en totes direccions. Com me´s s’aproximi a 0 l’angle
que forma el raig d’incide`ncia de la llum amb la normal del punt, major
sera` la intensitat de la llum rebuda. Ve a ser una simulacio´ dels objectes
mate del mo´n real.
• Llum especular: la llum s’origina en un focus com en la llum difosa. La
difere`ncia e´s que la reflexio´ resultant e´s en una u´nica direccio´, simulant els
objectes brillants.
Quan es tracta d’il·luminacio´ ja no e´s parla de color, sino´ de material. El
material d’un objecte ve definit per les propietats d’una o varies cares. Aquestes
propietats venen determinades segons la capacitat de l’objecte de tractar els
diferents tipus de llum. Cada component te´ tres valors per definir el color RGB
ambient, difo´s i especular del material. A me´s, es considera una variable per
definir l’amplada del con d’especularitat per objectes amb reflexio´ especular.
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Figura 4.8: Reflexio´ especular i difosa [5]
Figura 4.9: Difere`ncia entre llum especular i difosa sobre un objecte [30]
4.2 Visualitzacio´ de terrenys en 3D
La representacio´ d’un terreny en 3D habitualment ve donada per un mapa
d’altures al que s’anomena Heightmap. Consisteix senzillament en una imatge
en 2D en escala de grisos en la que es codifica l’altura de cada punt del terreny a
dibuixar. La diferent intensitat del color de cada p´ıxel indicara` l’altura de cada
punt, considerant l’altura ma`xima el color me´s clar i l’altura mı´nima el color
me´s fosc.
Els resultats de les simulacions que ens proporciona Pandora consisteixen
en un conjunt de punts que delimiten l’a`rea del terreny (coordenades X i Y) i
una funcio´ que ens permet accedir a l’altura (coordenada Z) de cada punt. Cal
tenir en compte que cada simulacio´ pot constar de N passos, de manera que per
cada pas, el valor de cada altura (Z) en cada punt (X-Y) pot variar. Donat que
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s’ha de poder actualitzar el terreny a cada pas, i la simulacio´ pot constar de
molts passos, no te´ massa sentit emmagatzemar un Heightmap per cada pas i
per cada terreny (o raster, com tambe´ anomenem) de la simulacio´. A me´s, al
variar les altures, tambe´ variaran les dista`ncies amb l’observador i aixo` afectara`
al tractament de la malla 3D com veurem me´s endavant.
Tot i aix´ı, la manera en com s’administrara` tot el conjunt de punts (X-Y-Z)
que forma el terreny sera` de similars caracter´ıstiques a com s’acostuma a fer amb
els Heightmaps. Un dels principals problemes que trobarem e´s que en el cas de
voler dibuixar un terreny exageradament gran, sera` dif´ıcil poder-lo visualitzar
amb gran nivell de detall aconseguint un promig acceptable de frames per segon.
E´s aqu´ı on apareixen els nivells de detall (Level Of Detail), principal solucio´ que
s’explicara` me´s en detall posteriorment.
4.3 Introduccio´ a OpenGL
4.3.1 Que` e´s?
OpenGL e´s una API dedicada al desenvolupament d’aplicacions gra`fiques en
3D. Actualment e´s l’esta`ndard me´s utilitzat en la programacio´ d’aplicacions 3D
degut a que te´ implementacions per quasi totes les plataformes. Tot i estar
especificada en C, OpenGL permet cridar funcions d’altres llenguatges com
C++, Python Perl i Java. Aquesta API ens proporciona dos tipus de funcions
amb la finalitat de visualitzar una escena en 3D.
Les primeres so´n funcions per dibuixar un conjunt de primitives gra`fiques
com poden ser punts (ve`rtexs), l´ınies (arestes) i pol´ıgons (cares i composicions
d’aquestes).
El segon tipus de funcions estan formades per aquelles que ens permeten
configurar la manera en que dites primitives gra`fiques es dibuixen per pantalla.
Dins d’aquest segon tipus hi trobem mecanismes per definir una ca`mera virtu-
al que determinara` des d’on mirem l’escena i en quina regio´ de la finestra es
projectaran les primitives gra`fiques. A me´s podrem definir propietats o`ptiques
dels materials associats a les primitives (color), configurar els focus de llum per
tal d’il·luminar l’escena i configurar altres opcions (textures, shaders, etc) per
donar me´s realisme.
Per poder comprendre l’esquema de visualitzacio´ amb OpenGL abans e´s
necessari tenir coneixement d’algunes caracter´ıstiques ba`siques:
• Independent del hardware: OpenGL e´s independent del hardware, per
tant no proporciona operacions per gestionar finestres, per tractar esde-
veniments o per rebre entrades.
• Repintat complet de cada frame: cada cop que s’ha de dibuixar una imatge
nova, OpenGL esborra tot el contingut de la finestra i torna a dibuixar
totes les primitives gra`fiques de l’escena sense aprofitar res del fotograma
anterior. E´s a dir, en una animacio´ amb OpenGL tots els fotogrames es
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regeneren comenc¸ant amb la finestra buida. Aixo` es deu a que, per petita
que sigui una variacio´ del punt de vista, ja implica que canvi¨ı pra`cticament
tot el contingut de la vista. Per facilitar l’animacio´ de les escenes es fa
servir el doble-buffering.
• Doble-buffering: el doble-buffering consisteix, com s’ha comentat en els
conceptes ba`sics de visualitzacio´, en l’u´s de dos buffers per dibuixar la
imatge i evitar errors o efectes estranys en el canvi d’un frame a un al-
tre. Mentre el hardware (targeta gra`fica) converteix la imatge d’un buffer
(front buffer) en senyal de v´ıdeo, l’altre es fa servir per fer el repintat
de l’escena que es mostrara` al segu¨ent fotograma (back buffer). OpenGL
suporta aquesta te`cnica fent u´s de la funcio´ swapBuffers() que permet
intercanviar el front i back buffer cada cop que es pinta un fotograma
sencer.
• Ma`quina d’estats: OpenGL te´ el comportament d’una ma`quina d’estats.
Un estat e´s un conjunt de variables que defineixen el comportament d’al-
tres comandes OpenGL. D’aquesta manera es poden usar comandes amb
un nombre redu¨ıt de para`metres. El valor d’aquestes variables (com poden
ser el color o propietats del material) es pot modificar i consultar a trave´s
d’instruccions d’OpenGL.
4.3.2 Esquema ba`sic de visualitzacio´
OpenGL crida la funcio´ paintGL() cada cop que ha de dibuixar una escena
per pantalla, ja sigui perque` s’ha modificat algun model o objecte o perque`
s’ha modificat la configuracio´ de la ca`mera. A continuacio´ es proporciona un
esquema ba`sic per dibuixar un model geome`tric:
void paintGL()
{
// Esborrar el contingut de la finestra
esborrarFinestra();
// Definir la ca`mera, materials i altres variables d’estat
configurarEstatOpenGL();
//Dibuixar les primitives que formen el model






Pel que fa a la sintaxi, OpenGL permet que una mateixa funcio´ tingui dife-
rents prototips variant nome´s el nombre de para`metres i el tipus d’aquests (com
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podrien ser int, float, etc) o variant el direccionament, e´s a dir, la refere`ncia
mitjanc¸ant valor o apuntador.
L’exemple me´s clar el trobem amb la funcio´ glVertex*() que ens permet
definir un ve`rtex:
glVertex[234][bsifd...][v](para`metres)
El primer d´ıgit indica el nombre de para`metres que li passarem a la funcio´ i
la lletra el tipus de dada. El sufix v serveix per indicar que el para`metre que se
li passara` sera` un apuntador a un vector.
Un cop vist l’esquema ba`sic de visualitzacio´ d’una escena en 3D en OpenGL,
podem especificar me´s detalladament cada funcio´ inclosa en el me`tode paintGL()
que ens permetra` veure, entre altres coses, com definir una ca`mera virtual.
void paintGL()
{
// 1. Esborrar el contingut de la finestra (esborrarFinestra())
glClearColor(0,0,0,0);
glClear(GL_COLOR_BUFFER_BIT | GL_DEPTH_BUFFER_BIT);
// 2. Definir la ca`mera, materials i altres variables
// d’estat (configurarEstatOpenGL())
// 2a. Transformacio´ de la Model-view
glMatrixMode(GL_MODELVIEW);
glLoadIdentity();
gluLookAt(eyeX, eyeY, eyeZ, VRPX, VRPY, VRPZ, upX, upY, upZ);
// 2b. Transformacio´ de la projeccio´
glMatrixMode(GL_PROJECTION);
glLoadIdentity();
// Si volem definir una projeccio´ perspectiva
gluPerspective(fovy, ra, Znear, Zfar);
// Si volem definir una projeccio´ paral·lela
glOrtho(left, right, bottom, top, Znear, Zfar);
// 3. Dibuixar les primitives que formen el model
// Recorregut de l’escena per cada primitiva de l’escena













El bloc nu´mero 1 neteja la vista. Amb la funcio´ glClearColor() es defineix
el color de fons que s’utilitzara`. Els colors s’especifiquen amb les components
RGB en un interval de [0,1]. La funcio´ glClear() serveix per indicar el buffer a
netejar amb el color indicat anteriorment, en el nostre cas, el color-buffer i el
depth-buffer.
El segon bloc defineix la transformacio´ geome`trica corresponent a la ca`mera
virtual. OpenGL representa les transformacions geome`triques a trave´s de ma-
trius quadrades d’ordre 4 (4x4). Per representar la transformacio´ geome`trica
corresponent a la posicio´ i orientacio´ de la ca`mera es fa servir una matriu (en
realitat pila de matrius) anomenada MODELVIEW. Per configurar el tipus de
ca`mera (de projeccio´ perspectiva o paral·lela) es fa servir la matriu anomenada
PROJECTION.
El conjunt d’instruccions del bloc 2a ens indica com configurar la matriu
MODELVIEW. Amb la funcio´ gluLookAt() establim la posicio´ i orientacio´ de
la ca`mera indicant la posicio´ de l’observador (eyeX, eyeY, eyeZ) la posicio´ de
l’VRP (VRPX, VRPY, VRPZ) i les components del vector up o VUP (upX,
upY, upZ). Aquesta crida ens construeix la matriu de transformacio´ correspo-
nent i multiplica la matriu MODELVIEW actual per la matriu obtinguda. E´s
per aixo` que per tal d’obtenir l’efecte desitjat pel que fa a la situacio´ i orientacio´
de la ca`mera sera` necessa`ria la inicialitzacio´ de la matriu MODELVIEW amb
la matriu identitat (glLoadIdentity()) abans de fer la crida a la funcio´ gluLo-
okAt(). Tot i que gluLookAt() ens proporciona d’una manera encapsulada la
configuracio´ de la ca`mera, e´s possible fer-ho manualment amb altres funcions
de rotacio´ o translacio´ per especificar per exemple els graus de rotacio´ desitjats.
La crida glMatrixMode() ens permet seleccionar la matriu sobre la que operaran
les funcions que fem servir tot seguit.
En el bloc 2b definim el tipus de projeccio´ de la ca`mera, seleccionant pre`viament
la matriu PROJECTION. Amb la crida gluPerspective() la definirem amb pro-
jeccio´ perspectiva, indicant els para`metres necessaris com so´n l’angle d’obertura
(fovy), la relacio´ d’aspecte (ra) i la dista`ncia respecte l’observador dels plans
de retallat anterior (Znear) i posterior (Zfar) que definiran l’abast del frustum.
Si volem una projeccio´ paral·lela definirem una ca`mera ortogonal mitjanc¸ant
la funcio´ glOrtho(). En aquest cas, a me´s dels para`metres corresponents a la
dista`ncia de l’observador dels plans de retallat (profunditat) del frustum de vi-
sio´ s’hauran d’indicar les coordenades (right, left, top, bottom) del pla X-Y que
definiran la pantalla.
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Per acabar, el tercer bloc recorrera` l’estructura de dades per dibuixar totes
les primitives de l’escena, primitives que s’explicaran a continuacio´. OpenGL
multiplicara` cada ve`rtex per les matrius anteriors fent que els ve`rtexs es projec-
tin com la ca`mera descrigui.
4.3.3 Primitives gra`fiques
OpenGL suporta diferents tipus de primitives gra`fiques. Les me´s ba`siques
i amb les que treballarem so´n els punts, els segments de recta i els pol´ıgons
convexos. Per dibuixar-les han d’estar compreses entre les funcions glBegin()
i glEnd(). Aixo` indica que es passara` a dibuixar una primitiva i s’hauran de
proporcionar els diferents ve`rtexs que definiran la geometria desitjada (es pot
veure un exemple en el bloc 3 de l’apartat anterior).
La funcio´ glBegin() accepta un para`metre que indicara` el tipus de primitiva
que es vol dibuixar. Podem escollir entre les segu¨ents:
Tipus de primitiva Interpretacio´ dels ve`rtexs
GL POINTS Cada ve`rtex es dibuixara` com un punt
GL LINES Cada dos ve`rtexs formen un segment o aresta
GL LINE STRIP Els ve`rtexs formen un pol´ıgon obert
GL LINE LOOP Els ve`rtexs formen un pol´ıgon tancat
GL TRIANGLES Cada tres ve`rtexs defineixen un triangle
GL QUADS Cada quatre ve`rtexs defineixen un quadrila`ter
GL POLYGON Els ve`rtexs es dibuixen formant un pol´ıgon
Taula 4.1: Taula de primitives
Figura 4.10: Primitives en OpenGL [1]
4.3. INTRODUCCIO´ A OPENGL 47
4.3.4 Transformacions geome`triques
OpenGL disposa d’un seguit se funcions per fer rotacions (glRotate*()),
translacions (glTranslate*()) i escalats (glScale*()) als objectes d’una escena.
De manera que aquestes funcions tinguin un correcte funcionament s’utilitzen
juntament amb altres crides relacionades amb matrius que tambe´ ens proporci-
ona OpenGL:
• glMatrixMode(): com ja s’ha comentat anteriorment, determina sobre
quina matriu s’aplicaran les segu¨ents operacions de matrius.
• glLoadIdentity(): carrega la matriu identitat a la matriu activa.
• glPushMatrix(): empila la matriu del cim de la pila, la copia a sobre.
• glPopMatrix(): desapila la matriu del cim.
E´s habitual que les implementacions d’aquestes funcions aprofitin l’accele-
racio´ hardware que proporciona la targeta gra`fica, per la qual cosa e´s la forma
me´s eficient d’aplicar transformacions geome`triques a les primitives gra`fiques
d’OpenGL.
OpenGL mante´ en tot moment dues matrius (GL MODELVIEW i GL PROJECTION)
que conjuntament indiquen el pas de coordenades de l’objecte a coordenades
normalitzades. Per utilitzar-les correctament primer cal definir el valor de ca-
dascuna d’aquestes matrius (explicat en l’exemple de l’apartat “Esquema ba`sic
de visualitzacio´”) i despre´s, fent u´s de la definicio´ d’aquestes, transformar els
objectes de l’escena.
Per aplicar les transformacions als objectes primer s’haura` de carregar la
matriu desitjada a la qual aplicar-li les transformacions i tot seguit indicar
quines transformacions es volen fer (cal tenir en compte que les transformacions
s’apliquen en ordre invers). Seguint l’exemple anterior es tractaria d’afegir un




// Considerant que a aquest punt ja s’ha netejat el




// Dibuixem els objectes de l’escena:
// per cada objecte de l’escena
// Guardem el valor actual de la GL_MODELVIEW
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glPushMatrix();
// Definim les transformacions geome`triques que s’enviaran a
// OpenGL, multiplicant la matriu GL_MODELVIEW per la





// Dibuixem l’objecte amb les transformacions anteriors per







// Recuperem el valor que tenia GL_MODELVIEW
glPopMatrix();
}
En resum, i per tenir una visio´ general de la transformacio´ per la que ha de
passar un ve`rtex en el pipeline d’OpenGL:
Figura 4.11: Passos que realitza un ve`rtex en el pipeline d’OpenGL [6]
• 1. Aplicacio´ de la matriu MODELVIEW
• 2. Aplicacio´ de la matriu PROJECTION
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• 3. Divisio´ perspectiva
• 4. Retallat
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Cap´ıtol 5
Eines
A continuacio´ s’exposaran les eines que defineixen el sistema de treball que
s’ha dut a terme per desenvolupar aquest projecte. L’eleccio´ d’aquestes ve
donada en total relacio´ i justificacio´ amb els objectius i requisits explicats en els
cap´ıtols anteriors. D’aquesta manera ens acostem me´s a satisfer els objectius
proposats amb els requisits analitzats i necessaris.
5.1 Pandora
Com ja s’ha comentat a la introduccio´, el modelatge basat en agents (ABM)
e´s reconegut com una de les te`cniques amb major potencial per desenvolupar
simulacions d’a`mbit social. Serveix per analitzar la complexitat de les interac-
cions humanes aix´ı com per entendre la aparicio´ de processos globals a partir
de processos individuals entesos finalment com un tot. E´s la millor eina per
simular la interaccio´ d’identitats amb comportaments complexos i heterogenis
en entorns realistes. Tot i aix´ı, aquestes simulacions requereixen d’alts costos
computacionals per tal de ser eficac¸os i no e´s trivial crear models basats en
agents capacitats per ser executats en qualsevol tipus de computador.
Pandora e´s un framework ABM creat pel grup de recerca de simulacions
socials del BSC. Dita eina esta` dissenyada per implementar models basats en
agents i executar-los en entorn de computacio´ d’alt rendiment. S’ha programat
expl´ıcitament per executar simulacions a gran escala i e´s capac¸ de tractar amb
milers d’agents que desenvolupen comportaments complexos. A me´s, Pandora
consta de suport GIS per fer front a simulacions en les que les coordenades
espacials so´n importants, tant en termes d’interaccio´ entre agents com d’en-
torn. Tambe´ permet a l’investigador executar diferents simulacions modificant
els para`metres inicials aix´ı com tambe´ permet distribuir les execucions amb gran
cost computacional mitjanc¸ant un cluster. Un cluster, format per diferents or-
dinadors connectats entre si (anomenats nodes), permet dividir el cost de ca`lcul
de l’execucio´ entre els diferents nodes. Els resultats de cada execucio´ s’emma-
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gatzemen en format de dades jera`rquic (HDF), un format forc¸a popular que
permet ser carregat per la majoria de GIS.
5.2 Llenguatge de programacio´
El llenguatge de programacio´ utilitzat en aquest projecte sera` C++. La prin-
cipal rao´, me´s clara i obvia, per la qual s’ha escollit aquest llenguatge e´s que
aquest projecte e´s evolutiu, e´s a dir, parteix d’un projecte previ. Aixo` fa que si-
gui necessari seguir amb el que ja hi ha fet i aix´ı poder complir amb el requisit de
compatibilitat amb les versions anteriors del projecte. Per tant, donat que esta`
fet amb OpenGL i C++ e´s coherent seguir treballant amb aquest llenguatge. A
me´s, i com a consequ¨e`ncia, la majoria d’eines (com llibreries gra`fiques) relaci-
onades amb OpenGL estan implementades amb C++, cosa que reforc¸a l’eleccio´.
Tot i aix´ı passarem a comentar algunes de les avantatges que ens proporciona
C++.
Una de les caracter´ıstiques que afavoreix l’u´s de C++ e´s l’eficie`ncia. Donat
que volem que sigui una aplicacio´ en temps real, ens conve´ aquest llenguatge ja
que, a difere`ncia de Java o C#, no necessita una ma`quina virtual intermitja que
fa que l’execucio´ sigui me´s lenta al no treballar directament sobre codi compilat
en assemblador i haver-lo de traduir en temps real.
A me´s a me´s te´ el suport de moltes altres llibreries, fruit de portar ja bas-
tants anys en el mo´n informa`tic. Aixo` implica tenir me´s llibreries i ajudes
establertes en el llenguatge, cosa que facilita en desenvolupament i n’augmenta
la diversitat i la possibilitat d’escollir entre diferents alternatives. El tenir tanta
diversitat facilita el fet de que moltes d’aquestes llibreries siguin lliures, un altre
requisit tant de compatibilitat amb la resta del projecte com de fer un sofwtare
lliure. Com a exemple utilitzat directament en aquest projecte hi trobem les
llibreries cient´ıfiques gra`fiques que s’explicaran me´s endavant i la llibreria per
implementar l’entorn gra`fic de l’aplicacio´, Qt[26].
5.3 Entorn gra`fic
Donat que per a que l’usuari pugui interactuar amb Cassandra s’ha de fer u´s
d’una interf´ıcie gra`fica, s’haura` d’escollir una llibreria gra`fica adient per poder
implementar dita aplicacio´. En aquest cas l’eleccio´ sera` ben senzilla, principal-
ment per un motiu obvi ja mencionat anteriorment: el requisit de compatibilitat.
Vist que es un projecte evolutiu i que ja hi ha una primera versio´ de Cassandra
amb interf´ıcie inclosa, el me´s coherent e´s fer u´s de la mateixa llibreria tant per
millorar funcionalitats ja implementades com per afegir-n’hi de noves.
Per tant, la llibreria gra`fica que es fara` servir per implementar l’entorn gra`fic
sera` Qt. Aquesta llibreria al mateix temps satisfa` requeriments de multiplata-
forma i de software lliure: pot funcionar en me´s d’un entorn (GNU/Linux,
Windows i MacOs) i ens do´na la possibilitat de crear productes amb llice`ncia
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GPL (General Public License), de manera que l’usuari tingui la llibertat d’usar-
lo, estudiar-lo, compartir-lo i modificar-lo. A me´s esta` programada en C++,
cosa que en facilita l’u´s i la integracio´ en el projecte.
Algunes de les avantatges que ens proporciona Qt so´n:
• Facilitat d’u´s en quant a afegir widgets i elements a la interf´ıcie
• Deteccio´ d’esdeveniments: s’usa una te`cnica de signals i slots que fa un
tipatge dels para`metres a passar a prova d’errors
• A`mplia documentacio´ amb exemples d’u´s que faciliten la comprensio´ de
les classes
• A nivell personal, coneixenc¸a de la llibreria al ja haver-la usat en projectes
anteriors
5.4 Eines de desenvolupament
Les eines de desenvolupament so´n aquelles utilitzades per desenvolupar el
projecte pero` que no formen part del mateix, e´s a dir, el que s’ha fet servir per
construir-lo pero` que no esta` inclo`s en l’aplicacio´ en s´ı. En aquest apartat hi
trobem el compilador, l’editor per generar el codi, el sistema operatiu des del
que s’ha programat i treballat, etc.
5.4.1 Compilador
Donat que el llenguatge de programacio´ amb el que s’ha treballat e´s el C++,
el compilador escollit sera` el g++/gcc [9] (GNU C & C++ Compiler). E´s
dels compiladors usats me´s comuns i me´s estables. Aixo` ve recolzat per tota
una comunitat que treballa en el seu manteniment i millora, de manera que
disminueix els possibles errors que potser compiladors de menor u´s o menys
estables podrien generar. La versio´ utilitzada per aquest projecte i que no ha
donat cap conflicte ha estat la 4.6.3.
5.4.2 Editor de codi
Per editar el codi de Cassandra s’han utilitzat dos editors, el gedit[21] i el
QtCreator[20].
El gedit, un editor de text pla i dissenyat per textos estructurats i edicio´
de codi font, s’ha fet servir ba`sicament per fer proves sobre classes i funci-
ons de forma individual, apartat de tota l’estructura general de Cassandra. A
me´s de per editar codi en C++ per l’aplicacio´, s’ha fet servir per redactar la
memo`ria del projecte editant un fitxer amb extensio´ .tex. Aquest format e´s
propi de LaTeX[15], un sistema de composicio´ de textos orientat a la creacio´ de
documentacio´ cient´ıfica i te`cnica, que proporciona facilitats a l’hora d’utilitzar
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notacio´ matema`tica i a deixar en segon pla el format del text.
Per altra banda, el QtCreator s’ha usat per acoblar les noves classes i fun-
cions, modificar l’estructura de Cassandra en conjunt i editar la interf´ıcie amb
els diferents widgets que proporciona. QtCreator e´s un IDE (Integrated Deve-
lopment Environment) especialitzat per al desenvolupament d’aplicacions amb
llibreries de Qt.
5.4.3 Sistema operatiu
El sistema operatiu que s’ha fet servir durant el desenvolupament d’aquest
projecte (part sobretot te`cnica a nivell d’aplicacio´ sobre Cassandra) ha estat
GNU/Linux. La principal rao´ e´s la costum de programar en aquest entorn degut
a la comoditat i facilitat que proporciona. Tambe´ e´s un motiu de pes el fet que
tot el que ja estava implementat abans d’iniciar-se el projecte s’hague´s fet amb
GNU/Linux, cosa que evita possibles problemes produ¨ıts per un canvi de sistema
operatiu. Tot i aix´ı, les eines comentades anteriorment so´n multiplataforma i
lliures, de manera que no hauria de suposar cap problema canviar per exemple a
Windows, dificultat que ens trobar´ıem si utilitze´ssim els esta`ndards de Windows.
5.4.4 Gra`fics i diagrames
Pel que fa als diagrames de classes, atributs, operacions i diagrames de
sequ¨e`ncia s’ha utilitzat un editor anomenat Umbrello [7], per a Linux. Abans
pero`, s’ha intentat fer el que s’anomena enginyeria inversa. Consisteix en, do-
nat un programari, realitzar un ana`lisi i a partir d’aqu´ı crear els diagrames
pertinents. Despre´s de cercar entre molt software i no trobar-ne cap que ho fes
correctament i automa`tica, s’ha decidit fer-ho des de zero i a ma`, amb Umbrello.
El me´s adient i senzill d’utilitzar, ja que proporciona la possibilitat de fer tot
tipus de diagrames sense cap complicacio´.
Per fer la planificacio´ del projecte s’ha fet u´s de Calc, eina proporcionada
per OpenOffice [8] que funciona tant sobre Linux com Windows. Donada la
naturalesa del projecte, sense pressupost ni distribucio´ de recursos, nome´s fa
falta representar temporalment la dedicacio´ a cada tasca. Com a consequ¨e`ncia,
vist que el diagrama sera` forc¸a senzill, Calc e´s una bona eina per mostrar d’una
forma clara, l’evolucio´ del projecte i la distribucio´ de la ca`rrega de treball.
Tot aquest programari e´s software lliure, de codi obert i distribucio´ gratu¨ıta,
de manera que s’ajusta perfectament al a`mbit del projecte.
5.4.5 Sistema de control de versions
Per tal de que el desenvolupament d’una part del projecte no crei proble-
mes amb altres parts que poden estar desenvolupant altres programadors cal
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tenir un sistema que gestioni les versions i les modificacions creades per ca-
da membre del grup de treball. Per aixo` cal que cadascu´ pugui treballar sobre
una versio´ actualitzada dels fitxers mentre altres membres tambe´ hi treballin. A
me´s e´s necessari que es combinin les modificacions que ha fet cada programador.
El sistema utilitzat per aquest projecte i que ja s’estava fent servir e´s el
GitHub [11]. Es tracta d’una plataforma de desenvolupament col·laboratiu de
software per allotjar projectes fent servir el sistema de control de versions de
Git. Una de les avantatges me´s positives e´s la gestio´ distribu¨ıda que proporciona.
Els canvis s’importen com ramificacions, i poden ser mesclades en la manera en
que` ho fa una ramificacio´ de l’emmagatzemament en local. A me´s, la gestio´
de projecte grans e´s eficient donada la rapidesa de gestio´ de difere`ncies entre
arxius. Finalment tambe´ ens permet fer un seguiment de problemes i bugs dels
projectes en els que treballem.
5.5 Llibreries cient´ıfiques d’OpenGL
Una de les eines amb la que es proposa millorar el rendiment del renderitzat
de grans terrenys per tal d’obtenir una bona relacio´ frames per segon e´s l’u´s de
llibreries especialitzades. Es tracta d’aplicar me`todes proporcionats per llibre-
ries cient´ıfiques que agilitzin notablement el renderitzat de grans terrenys amb
un bon nivell de detall fent servir les dades de cada simulacio´.
A continuacio´ s’expliquen algunes de les caracter´ıstiques de les llibreries es-
tudiades. Com ja es veura` justificat amb els resultats de les proves, no sera`
l’eina me´s adequada per aquest projecte.
5.5.1 Visualization ToolKit Library
La Visualization ToolKit Library, tambe´ coneguda com VTK [14], e´s una
llibreria de codi lliure de classes en C++ i altres capes d’interf´ıcie interpretades
amb Java o Python espec´ıfica per a gra`fics en 3D, processament d’imatge i
visualitzacio´. Conte´ un ampli marc d’eines per a visualitzacio´ d’informacio´: te´
diversos widgets que permeten la interaccio´ en 3D, suporta el processament en
paral·lel i s’integra amb algunes eines de GUI com e´s Qt. Es pot executar en
diferents plataformes com Windows, Linux o Mac.
E´s molt coneguda per l’u´s en aplicacions comercials, de recerca i desenvolu-
pament. A me´s e´s la base de moltes aplicacions de visualitzacio´ com ParaView
o 3DSlicer. Tot i ser bastant potent, te´ fama de tenir una estructura dif´ıcil i
complexa d’entendre de manera que es pugui utilitzar tot el seu potencial efecti-
vament i eficient. Per tenir-ne una idea es fara` un repa`s a l’arquitectura general
de VTK.
Arquitectura general de la pipeline de VTK
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La principal estructura de VTK e´s la pipeline de dades, des de la font d’on
prove´ la informacio´ fins al renderitzat de la imatge per pantalla. Una aplicacio´
qualsevol estara` formada per va`ries pipelines, com la que es descriura` a conti-
nuacio´, corresponents a diferents elements que es dibuixaran per pantalla. Dits
elements poden ser diferents representacions d’un conjunt de dades, diferents
seleccions del mateix conjunt o directament objectes i imatges independents.
Figura 5.1: Visualization ToolKit Library pipeline [14]
El primer pas, les Fonts, e´s simplement la font de les dades que aniran passant
a trave´s de la pipeline de visualitzacio´. Ba`sicament existeixen dos tipus fonts:
els lectors (Readers), que obtenen les dades de diferents fitxers en diferents
formats, i les fonts independents (Independant Sources), que generen dades a
partir de para`metres d’entrada com podria ser, donat un radi i una alc¸ada,
definir un con.
En el segon pas, tot i que opcional, hi trobem els filtres. Aquests so´n com-
ponents de la pro`pia llibreria VTK que donades unes dades fruit d’altres com-
ponents, les modifiquen d’alguna manera i les entreguen com a dades de sortida
per a u´s d’algun altre component. Per exemple, un filtre pot extreure part
d’un gran conjunt de dades, combinar diferents entrades en una u´nica sortida,
interpolar conjunts de dades per obtenir me´s resolucio´, etc.
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A continuacio´ hi trobem els mapejadors, components VTK que reben dades
d’altres components (normalment de filtres) i mapegen aquestes dades en un
tipus de “representacio´ f´ısica”renderitzable pel motor gra`fic. E´s fa`cil confondre
o entendre la difere`ncia entre filtres i mapejadors. Primerament cal entendre
que la pipeline es divideix en dos grans parts: la primera que s’encarrega del
processament de dades (on hi trobem les fonts i els filtres) i la segona que
tracta la part de renderitzacio´ (formada per actors, renderitzadors i finestres).
En resum, si la sortida d’un component es fa servir com a entrada d’un actor
(segu¨ent pas de la pipeline), es tracta d’un mapejador. Per altra banda, si la
sortida la llegeix algun altre tipus de component (com podria ser un filtre o un
mapejador), es tracta d’un filtre.
El segu¨ent pas serveix per ajustar i modificar les propietats visibles de les
“manifestacions f´ısiques”de les dades, e´s a dir, dels objectes que finalment es
pintaran per pantalla. Aixo` es fa a trave´s de components VTK anomenats
actors. Algunes de les caracter´ıstiques a modificar a trave´s dels actors so´n la
transpare`ncia o el mapejat de colors.
Per acabar arribem als renderitzadors i a les finestres. Aqu´ı e´s on l’usuari ja
visualitzara` la imatge desitjada. Per fer-ho s’hauran d’afegir tots els actors al
renderitzador (RanderWindow, component VTK). Un punt a tenir en compte e´s
que els components VTK no generen la pro`pia sortida fins que no se li demana,
e´s a dir, fins que no se li ordena o se li actualitza l’estat. E´s en aquest punt
tambe´ on s’afegeixen els interactors, que serviran per permetre la interaccio´ de
l’usuari amb la imatge en 3D.
5.5.2 Visualization Library
Es tracta d’un middleware (software que serveix per interactuar entre al-
tres aplicacions, softwares, xarxes, hardware i/o altres sistemes operatius) de
codi obert en C++ per aplicacions gra`fiques d’alt rendiment en 2D i 3D en
OpenGL. Esta` dissenyat per desenvolupar aplicacions portables per Windows,
Mac i Linux.
En lloc d’abstreure a l’usuari de la API d’OpenGL que hi ha darrere, la
Visualization Library (VL [2]) tambe´ defineix una capa de manera que moltes
de les funcions d’OpenGL estan mapejades una a una amb classes de la VL.
El disseny de la Visualization Library esta` basat en algoritmes i estructures
de dades especialitzats i separats, diferenciant-se de la majoria de frameworks
de gra`fics en 3D que mantenen tota la informacio´ a renderitzar en una u´nica
estructura jera`rquica. E´s a dir, utilitza diferents estructures de dades (possi-
blement jerarquitzades) per administrar cada domini espec´ıfic de la pipeline de
renderitzacio´. Aixo` permet aprofitar i ser independents de qualsevol te`cnica de
gestio´ de l’escena.
A continuacio´ es mostra l’esquema ba`sic i simplificat de la pipeline de visua-
litzacio´ de VL, des de l’eliminacio´ de parts ocultes (Culling) fins a la visualitzacio´
final de la imatge (Final Rendering).
Per entendre com definir i descriure el que volem renderitzar, s’ha de veure
amb me´s detall que constitueix un vl::Actor, cada un dels objectes o imatges a
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Figura 5.2: Visualization Library pipeline [2]
tractar.
Figura 5.3: Especificacio´ de la classe vl::Actor [2]
Com es pot veure, s’associen tres tipus d’informacio´ per cada actor. La classe
vl::Renderable defineix el “que es dibuixara`”(amb la possibilitat de definir un
conjunt d’objectes amb diferent nivell de detall), la vl::Transform serveix per
especificar “on ho dibuixara`¨ı finalment la vl::Effect, el “com ho dibuixara`”. En
aquesta darrera es poden definir diferents shaders pels diferents nivells de detalls
que es vulguin.
5.5.3 OGRE
OGRE, Object-Oriented Graphics Rendering Engine [16], e´s un motor de
renderitzat 3D orientat a escenes, escrit en C++. Les llibreries que proporciona
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eviten la dificultat de l’u´s per part del programador de capes inferiors de llibre-
ries gra`fiques com OpenGL. A me´s, disposa d’una interf´ıcie basada en objectes
del mo´n real i altres classes d’alt nivell. El motor e´s software lliure i s’ha usat en
alguns videojocs comercials com Ankh i Earth Eternal. De la mateixa manera
que les dues llibreries anteriors, es pot utilitzar en Windows, Linux i Mac.
Com be´ indica el nom, el seu disseny esta` orientat a objectes i disposa d’un
gestor de terrenys amb un LOD progressiu. Aquest e´s el punt que me´s interessa,
ja que es tractaria d’aplicar-ho als rasters de les simulacions i automa`ticament ja
s’executaria l’algorisme per controlar el nivell de detall segons la proximitat de
la ca`mera i la relacio´ frames per segon per no observar retra`s en la visualitzacio´.
El problema d’aquest motor i del gestor de terrenys que proporciona e´s
que per construir-ne un necessita una imatge en nivells de gris, e´s a dir, d’un
Heightmap i, a me´s, textures. Aixo` representaria construir una imatge per cada
raster en cada pas del temps, cosa que no val la pena degut a que ens podem
trobar amb la necessitat d’haver de crear una gran quantitat d’imatges i de
grans dimensions.
5.6 Culling en OpenGL
El culling e´s una te`cnica utilitzada en gra`fics per a reduir el nu´mero d’ele-
ments a enviar a la pipeline. Aixo` ens permet disminuir notablement els objectes
a transformar i a dibuixar i augmentar el rendiment del renderitzat. E´s trac-
ta d’obviar, de deixar de processar, els objectes que no siguin visibles. Hi ha
diferents algorismes basats en culling. A continuacio´ se n’exposaran dos.
5.6.1 Back-face culling
Donat que les malles de triangles no so´n so`lides, hi haura` algun costat o
alguna cara de la malla que no estara` de cara a la ca`mera. Per tant, en termes
generals, no hi ha cap rao´ per la qual aquestes s’hagin de dibuixar. E´s el
t´ıpic efecte en els videojocs de quan la ca`mera es troba dins d’una malla. En
lloc de veure les cares de dins o de dibuixar les que estan darrere la ca`mera,
aquestes desapareixen. Per a fer-ho en OpenGL, nome´s cal indicar la normal
de la geometria a dibuixar i activar la opcio´ de Back-face culling amb la funcio´
glEnable(GL CULL FACE). En el cas d’haver de dibuixar triangles, OpenGL
calcula la normal automa`ticament si se li indiquen els ve`rtex de cada triangle
en ordre horari.
5.6.2 Frustum culling
Per aquest projecte, possiblement el Frustum culling sigui la millor opcio´ de
culling per a millorar el rendiment en quan a la visualitzacio´ de l’escena. Per
norma general, els objectes que no estan dins el volum de visio´, e´s a dir, dins
el frustum, no es veuen en la imatge final que es mostra per pantalla. Per tant,
te´ sentit retallar els objectes que no estiguin dins el frustum i eliminar-los del
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proce´s de renderitzacio´. D’aquesta manera, nome´s es processara` allo` necessari
sense perdre cap tipus d’informacio´ a l’hora de visualitzar l’escena.
Per reproduir aquest algorisme, e´s tracta de calcular els 6 plans que formen
el frustum mitjanc¸ant les matrius Modelview i Projection que utilitza OpenGL




En aquest cap´ıtol es desenvolupara` l’ana`lisi i disseny de Cassandra, veient
aix´ı l’estructura inicial del sistema i l’evolucio´ d’aquesta al aplicar-li les mo-
dificacions i noves funcionalitats que es veuran reflectides en el diagrama de
casos d’u´s, resultat de l’ana`lisi de requeriments dut a terme a l’apartat 3. De
la mateixa manera, podrem veure d’una manera clara els canvis en les classes,
operacions i comunicacio´ entre diferents objectes.
6.1 Ana`lisi de Cassandra
L’ana`lisi consistira` en descompondre en parts l’estructura de l’aplicacio´ i
comprendre com afecta a cadascuna d’elles l’addicio´ de les noves solucions. Per
comenc¸ar es definiran els casos d’u´s, u´tils per descriure els passos a realitzar per
dur a terme un proce´s. A continuacio´ s’analitzara` el diagrama de classes, d’on
obtindrem una visio´ general de l’esquema de Cassandra. Finalment es descriuran
els atributs i operacions que formen les classes del sistema, que serviran per veure
me´s detalladament la composicio´ d’aquest.
6.1.1 Casos d’u´s
L’usuari, que sera` l’actor principal, tindra` ba`sicament relacio´ (mitjanc¸ant la
interf´ıcie gra`fica) amb tres casos d’u´s: Modificar para`metres, Seleccionar agents
del 2D i Configurar Rasters.
Com es pot veure a la figura 6.1, mitjanc¸ant els casos d’u´s amb els que in-
teractua l’usuari, sempre es pot acabar visualitzant una escena en 3D (cas d’u´s
Visualitzar en 3D), i com a consequ¨e`ncia, interactuar amb aquesta a trave´s dels
moviments de ca`mera explicats als requeriments funcionals (cas d’u´s Interacci-
onar amb el 3D).
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Figura 6.1: Casos d’u´s de Cassandra
Modificar para`metres
Quan es parla de Modificar para`metres es fa refere`ncia a variables les quals
l’usuari do´na un valor determinat. Hi tenen cabuda variables com el nivell de
detall i el radi de la zona de seleccio´ d’agents en el 2D. E´s cert que l’usuari tambe´
modifica valors d’altres variables al fer un moviment de ca`mera. Aquestes pero`,
no s’inclouen en aquest cas d’u´s, ja que es fan servir mentre s’interactua amb
l’escena en 3D i l’usuari no li do´na un valor concret, sino´ que ve donat pel
comportament de l’usuari.
Un cop s’ha modificat el nivell de detall de tot el 3D, aquest es veura` direc-
tament reflectit en com es dibuixi l’escena. De la mateixa manera, al modificar
el radi de la zona de seleccio´ d’agents, hi haura` a disposicio´ de l’usuari la vi-
sualitzacio´ dels rasters en 3D des de tants punts de vista com agents abasti la
zona de seleccio´. Tot el desenvolupament de modificacions de variables i flux
de transmissio´ de dades entre diferents classes es fa mitjanc¸ant Signals i Slots,
me`tode que proporciona Qt i que es veura` amb me´s detall amb els diagrames
de sequ¨e`ncia (6.2.1).
Seleccionar agents en el 2D
Aquest cas d’u´s utilitza el radi modificat pel cas d’u´s anterior (o per defecte)
per elaborar una llista d’agents compresos dins de la zona de seleccio´. Un cop
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s’ha generat la llista i s’ha mostrat, es pot o be´ visualitzar els rasters en 3D tenint
com a punt de refere`ncia l’agent seleccionat, o be´ mostrar tota la informacio´ en
text de que disposi l’agent.
Configurar Rasters
La configuracio´ de rasters ve definida principalment per dos para`metres: la
quantitat de rasters que es renderitzin (si s’han seleccionat o no) i l’ordre en
que aquests s’han de representar. De forma complementa`ria tambe´ es podra`
variar la separacio´ entre ells de manera uniforme. Tot aixo` es veura` reflectit
en la visualitzacio´ 3D, complint aix´ı amb el propo`sit principal del projecte de
millorar l’experie`ncia 3D de Cassandra.
Per aprofitar el que ja esta` implementat i aix´ı mantenir la mateixa interf´ıcie
i estructura de Cassandra s’intentara` utilitzar el mateix me`tode d’ordenacio´
establert en el 2D transposant-lo al 3D. Pel que fa a la seleccio´, es fara` una
petita modificacio´ sobre la llista de rasters que ja mostra Cassandra.
6.1.2 Diagrama de classes
Per veure com ha evolucionat l’estructura de Cassandra la millor eina so´n
els diagrames de classes. Per discernir les difere`ncies entre el que ja hi havia
i el que s’ha fet conve´ mostrar diagrames de les dues situacions. Degut a que
hi ha un nombre considerable de classes, es representaran els diagrames des de
dos punts de vista diferents. Un mostrara` el contingut de la finestra principal
de l’aplicacio´ (figura 6.2) i la relacio´ amb aquest. L’altra es centrara` amb les
classes que tenen influe`ncia directa amb el 3D i la configuracio´ dels rasters i
agents. Les classes de color groc representen classes afegides de nou, que no
formaven part de l’estructura inicial de la qual parteix aquest projecte.
Com es pot veure a la figura 6.2, els principals components de l’aplicacio´ so´n
una representacio´ en 3D (Display3D), una en 2D (Display2D), una se`rie d’es-
tad´ıstiques (GenericStatistics), una llista de diferents tipus d’agents (AgentTy-
peSelection), una llista de caracter´ıstiques segons el tipus d’agent (AgentTrait-
Selection) i una llista de rasters (RasterSelection).
Donat que per implementar la millora en la visualitzacio´ en tres dimensions
s’ha provat amb dos me`todes diferents, es mostraran dos diagrames per veure
com afecta a l’estructura de Cassandra. Un reflectira` la implementacio´ amb
la llibreria VTK i l’altra el desenvolupament de l’algorisme “Quadtree Level of
Detail”.
La principal difere`ncia al incloure la implementacio´ utilitzant la llibreria
VTK e´s la necessitat d’afegir un nou widget que ens proporciona la pro`pia lli-
breria. La classe Display3DVTK, que sera` del tipus QVTKWidget en lloc d’un
QGLWidget com e´s habitual en la representacio´ per defecte que proporciona
OpenGL, contindra` tot el referent a la visualitzacio´ del 3D, funcio´ que abans
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Figura 6.2: Diagrama de classes centrat en la Finestra Principal de l’aplicacio´
sense modificacions
feia la classe Display3D. Per comprovar el funcionament de la llibreria i deter-
minar si e´s la millor solucio´ nome´s s’implementara` el renderitzat d’un raster.
Si els resultats fossin o`ptims, ja es duria a terme l’adaptacio´ de la resta de
funcionalitats (com per exemple la visualitzacio´ d’agents). Pel que es pot apre-
ciar, l’estructura de Cassandra es mante´ quasi intacte, complint l’objectiu de
no variar l’esquema general.
Per la implementacio´ de l’algorisme Quadtree Level of Detail (figura 6.4) no
s’hauran de fer tants canvis, ja que s’aprofitara` la classe Display3D donat que el
me`tode de renderitzat e´s el que proporciona per defecte OpenGL. L’estructura
de dades que formara` el Quadtree sera` annex a la classe Display3D evitant fer
grans modificacions sobre aquesta ja implementada i alhora delegant funcions
a la nova classe. Des d’un punt de vista pra`ctic aquest me`todes e´s preferible
perque` la resta de funcionalitats podran seguir implementades de la mateixa
manera i l’estructura del sistema es veu menys afectada.
Per tenir una idea de com s’organitza Cassandra es fara` un breu repa`s a la
interaccio´ de la resta de classes (figura 6.5) me´s enlla` de la seva relacio´ amb la
finestra principal.
Donada una simulacio´ tindrem tres objectes de configuracio´ que serviran per
emmagatzemar les caracter´ıstiques pro`pies d’aquesta que ens permetran rende-
ritzar rasters i agents tant en 2D com en 3D. Aquests tres objectes so´n Confi-
guration3D, RasterConfiguration i AgentConfiguration. L’usuari es comunicara`
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Figura 6.3: Diagrama de classes centrat en la Finestra Principal de l’aplicacio´
amb implementacio´ de la llibreria VTK
Figura 6.4: Diagrama de classes centrat en la Finestra Principal de l’aplicacio´
amb implementacio´ Quadtree Level of Detail
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Figura 6.5: Diagrama de classes centrat en el 3D sense modificacions
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amb aquests objectes mitjanc¸ant les interf´ıcies proporcionades per les classes
Configurator3D, AgentConfigurator i RasterConfigurator respectivament. Do-
nat que l’aplicacio´ ens permet desar la configuracio´ de la visualitzacio´ d’una
simulacio´ (conegut com un projecte de Cassandra) per no haver de fer el mateix
cada cop que se’n carregui una, es disposara` de la classe ProjectConfiguration
que se’n fara` carreg.
Si tornem a centrar-nos en com els canvis sobre la visualitzacio´ en 3D afec-
ten a la resta d’objectes, arribarem a la mateixa conclusio´. Les funcionalitats
que es modificaran no afectaran a l’estructura ja implementada excepte la nova
implementacio´ de la visualitzacio´ en 3D. En el cas de la llibreria VTK (figura
6.6) s’haura` de substituir la classe sencera, ja que el sistema de renderitzat i el
me`tode d’implementacio´ canvia, com ja s’ha explicat anteriorment. Tot i aix´ı,
com principalment nome´s es dura` a terme allo` relacionat amb els rasters no
caldra` fer modificacions en les relacions de la nova classe Display3DVTK que
substituira` a Display3D.
Me´s senzill e´s si hi apliquem l’algorisme Quadtree Level of Detail. De la
mateixa manera que s’observava quan ens centra`vem en la finestra principal,
la incide`ncia sobre l’esquema de Cassandra e´s menor al implementar la segona
solucio´ (figura 6.7). L’u´nic que s’afegeix e´s la classe auxiliar Quadtree, que
ens permetra` implementar l’optimitzacio´ del renderitzat en 3D sense haver de
modificar la resta de classes.
6.1.3 Atributs i operacions
Com s’ha vist en els diagrames de classes la part que contindra` me´s canvis
e´s la visualitzacio´ en 3D, en gran part, degut a que e´s l’objectiu principal del
projecte. Per tant, te´ sentit dividir l’explicacio´ d’aquesta seccio´ en allo` que
incideix directament en el 3D d’allo` que no hi te´ una influe`ncia directa.
Per una banda s’explicara` la seleccio´ d’agents en el 2D i per altra els movi-
ments de ca`mera i les diverses implementacions de la visualitzacio´ de rasters en
tres dimensions.
Seleccio´ d’agents en el 2D
Pel que fa la seleccio´ d’agents, les classes afectades so´n Display2D, MainWin-
dow, Settings i Display3D.
Tot hi que la visualitzacio´ en 3D apareix en aquestes modificacions, no s’ha
tingut en compte al fer la divisio´ de continguts, ja que el canvi que s’ha de
fer e´s mı´nim degut a que es re-utilitzen les funcions que s’explicaran a l’apartat
segu¨ent. L’u´nic a tenir en compte so´n els atributs de posicio´ dels agents (agentX,
agentY) que proporcionara` MainWindow a trave´s de Display2D, juntament amb
el boolea` agentFocus que determinara` si el renderitzat de la l’escena s’ha de
centrar en un agent o no.
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Figura 6.6: Diagrama de classes centrat en el 3D amb implementacio´ de la
llibreria VTK
6.1. ANA`LISI DE CASSANDRA 69
Figura 6.7: Diagrama de classes centrat en el 3D amb implementacio´ Quadtree
Level of Detail
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Figura 6.8: Atributs i operacions en la seleccio´ d’agents en el 2D
Per fer la seleccio´ es fara` u´s d’una estructura de dades que proporciona
Qt, espec´ıfica per fer llistats desplegables, que s’anomena QTreeWidget. La
variable que fara` servir aquesta estructura de dades sera` agentList, que afegirem
a Display2D. A me´s, haurem de desar el radi de la zona de seleccio´, que sera`
un enter anomenat radiAgent. Tota la gestio´ i recorregut de la zona e´s fara` a
l’operacio´ mouseDoubleClickEvent de manera que s’executi quan es faci doble
clic sobre la imatge en 2D.
A la finestra principal s’hi afegira` una pestanya (del tipus QAction) amb les
opcions noves a configurar per l’usuari, amb nom Settings ( settings). Tota la
comunicacio´ i pas de para`metres es fara` a trave´s de signals i slots, eina propor-
cionada per Qt. D’aquesta manera haurem de crear operacions intermedia`ries
(LODmodified, Radiusmodified, Offsetmodified) que facin aquest enviament de
dades des de Settings fins a la finestra principal (MainWindow), qui s’encarre-
gara` d’actualitzar i efectuar els canvis (updateLOD, updateRadius, updateOff-
set).
Visualitzacio´ en 3D
L’esquema que s’ha seguit per desenvolupar les millores en la visualitzacio´
en tres dimensions parteix dels atributs i operacions de la figura 6.9, implemen-
tacio´ pre`via a l’inici del projecte. Per tal d’acomplir amb l’objectiu de no alterar
en exce´s l’estat de Cassandra, es treballara` sobre operacions i atributs ja exis-
tents, la majoria dels quals serviran per obtenir les dades dels rasters a dibuixar.
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Figura 6.9: Atributs i operacions de la classe Display3D sense modificacions
Els atributs de la figura 6.9 proporcionen informacio´ dels models a dibuixar,
dels fitxers dels quals s’obtindran, de la configuracio´ de cada agents segons
el seu tipus, de la configuracio´ de cada raster, del material que s’usara` per
renderitzar els rasters (si n’e´s el cas), del pas en el que ens trobem en la simulacio´
i de la configuracio´ del 3D. L’atribut me´s important i del qual s’extreu tota
aquesta informacio´ e´s simulationRecord, que conte´ la simulacio´ que haurem de
representar.
Pel que fa a les operacions, primerament s’haura` d’instanciar i copiar la simu-
lacio´ mitjanc¸ant setSimulationRecord. La resta d’operacions de la figura 6.9 so´n
per renderitzar correctament les dades proporcionades per simulationRecord.
L’operacio´ initializeGL i paintGL so´n pro`pies d’OpenGL i es criden cada cop
que s’ha de fer un refresc de l’escena. Aquestes fan u´s de paintLandscape i
paintAgents per dibuixar els rasters i els agents respectivament. La primera,
paintLandscape, emprara` per determinar el color de cada pol´ıgon a dibuixar la
funcio´ setCellColor. Finalment, per detectar que s’ha variat el punt de temps
que representem (cada pas de la simulacio´) es fa servir l’slot viewedStepChan-
gedSlot.
El primer requeriment a tenir en compte e´s el moviment de ca`mera. Per
satisfer aquest objectiu s’han considerat els atributs de la figura 6.10, que reflec-
teixen els para`metres per definir i manipular una ca`mera en OpenGL, explicats
a l’ana`lisi previ.
Respecte a les operacions, s’han fet servir les que facilita OpenGL per detec-
tar esdeveniments de ratol´ı i teclat. La u´nica que s’ha creat des de zero e´s focus,
que serveix per configurar les matrius Modelview i Projection que determinen i
defineixen la posicio´ de la ca`mera per cada frame.
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Figura 6.10: Atributs i operacions de la classe Display3D per al moviment de
ca`mera
Tot seguit cal tractar el renderitzat de grans volums de dades en tres dimen-
sions. Com ja s’ha anat fent durant els apartats anteriors, es compararan les
dues solucions proposades: mitjanc¸ant la llibreria VTK i a trave´s de l’algorisme
Quadtree Level of Detail. Donat que so´n solucions excloents, com ja s’ha vist als
diagrames de classes, s’hauran de considerar per separat; com addicions noves i
independents.
La figura 6.11 representa la classe Display3DVTK, que substitueix a Dis-
play3D com be´ s’ha explicat a l’apartat 6.1.2. Com ja s’ha comentat abans, per
comprovar si aquesta solucio´ e´s bona, es considerara` nome´s el pintat de rasters.
Des d’un punt de vista d’implementacio´, els atributs i operacions es mantenen
intactes ja que nome´s varia el me`tode en que s’ha de dibuixar l’escena, total-
ment dependent de funcions de la llibreria VTK. Per tant, el canvi es produira`
u´nicament a la funcio´ paintLandscape, encarregada de renderitzar cada raster.
Molt diferent e´s el cas de l’algorisme que usa Quadtrees. Tot i ser una solucio´
menys invasiva en quan a estructura, resulta ser me´s complicada en quan a
ana`lisi, disseny i implementacio´. Aixo` ja ens do´na una idea de que segurament
sigui la millor de les dues solucions i per tant la definitiva.
L’impacte que hi te´ sobre la classe Display3D (figura 6.12) e´s mı´nim. Nome´s
caldra` tenir una insta`ncia del Quadtree i el nivell de detall (LOD), modificable
per l’usuari. Les operacions que es veuran afectades mı´nimament seran les ja
6.2. DISSENY DE CASSANDRA 73
Figura 6.11: Atributs i operacions de la classe Display3D VTK
existents en la primera versio´ de Cassandra: initializeGL, paintGL i paintLands-
cape. Tot i nome´s desenvolupar la visualitzacio´ de rasters, no ens impedeix que
la resta de funcionalitats, com dibuixar els agents, es segueixin portant a terme
de la mateixa manera en que ja es trobaven implementades. L’atribut frus-
tum[6][4] i l’operacio´ ExtractFrustum serviran per calcular i desar la mida dels
6 plans que formen el viewport, generat a partir de la ca`mera. La variable off-
set marcara` la separacio´ entre rasters quan se’n vulguin renderitzar me´s d’un
alhora.
La classe Quadtree sera` la qui dura` tot el pes de l’algorisme i del renderitzat
(figura 6.12). Cada node del Quadtree constara` de quatre fills (tambe´ Quadtre-
es) que senyalaran les posicions nord-oest (NW), nord-est (NE), sud-est (SE) i
sud-oest (SW) per les quals l’algorisme dura` a terme el seu recorregut. A me´s,
per dibuixar cada triangle, sera` necessari cone`ixer tant el centre (center) com
els punts cardinals (neighN, neighS, neighE, neighW, NW, NE, SE, SW) que
formaran la diviso´ d’un quadrat en triangles.
Pel que fa a les operacions, seran necessa`ries les pro`pies per crear i inicialitzar
l’arbre (initializeChilds i initializeChild), per actualitzar el renderitzat seguint
l’algorisme (update), per definir el frustum en cada frame proporcionat per la
classe Display3D (setFrustum) i per comprovar si cada triangle a dibuixar esta`
contingut dins el frustum (PolygonInFrustum).
6.2 Disseny de Cassandra
En el disseny, veurem com constru¨ım les diferents solucions integrant-les
en el sistema. Per poder-ho estudiar s’analitzaran els diagrames de sequ¨e`ncia,
on es podra` observar com interactuen les diferents classes a trave´s de diverses
operacions, reflectint aix´ı el flux de control i de dades del programa.
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Figura 6.12: Atributs i operacions de la classe Quadtree i modificacio´ de Dis-
play3D corresponent
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6.2.1 Diagrames de sequ¨e`ncia
Abans d’entrar a explicar cada funcionalitat cal presentar com es crea i
s’inicialitza cada classe al carregar una simulacio´. La figura 6.13 mostra els
passos que es segueixen per crear les insta`ncies de les classes que intervenen
espec´ıficament en aquest projecte. Un cop instanciades, s’ha d’aplicar la confi-
guracio´ de la simulacio´ carregada a cada una d’elles (es fa mitjanc¸ant la funcio´
setSimulationRecord()).
Figura 6.13: Diagrama de sequ¨e`ncia de la inicialitzacio´
Tant en la figura 6.14 com en la 6.15 hi apareix el sistema de signals i slots
que proporciona Qt. En aquest cas es fa servir per detectar quan l’usuari cli-
ca el boto´ per visualitzar l’escena en 3D. Quan es detecta l’esdeveniment, el
signal “triggered()”(funcio´ pro`pia de la classe QAction) crida la funcio´ (slot)
show3DwindowVTK() o show3Dwindow() segons correspongui cada cas. Tot
seguit es desenvolupara` el transcurs espec´ıfic de cada cas per dur a terme la
visualitzacio´ dels rasters en tres dimensions.
El cas dels moviments de ca`mera e´s ben senzill. Al detectar un esdeveniment
(event()) es faran els ca`lculs propis (explicats al segu¨ent cap´ıtol, Implementacio´)
segons la situacio´ ho requereixi i es procedira` a definir la vista i a actualitzar
el frame. La funcio´ definida com “event()c¸onte´ esdeveniments formats per les
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Figura 6.14: Diagrama de sequ¨e`ncia de la visualitzacio´ en 3D amb la llibreria
VTK
Figura 6.15: Diagrama de sequ¨e`ncia de la visualitzacio´ en 3D amb l’algorisme
Quadtree Level of Detail
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Figura 6.16: Diagrama de sequ¨e`ncia dels moviments de ca`mera
funcions: keyPressEvent, wheelEvent, mousePressEvent, mouseMoveEvent i re-
sizeGL.
Finalment, per fer la seleccio´ d’agents s’hauran de tenir en compte dos es-
deveniments (figura 6.17. Un per localitzar quan es clica sobre la superf´ıcie
en dues dimensions (Display2D::doubleClickEvent()) i l’altra per detectar la
seleccio´ d’un agent de la llista mostrada (QTreeWidget::itemDoubleClicked()).
Un cop mostrada la llista amb els agents seleccionats s’emetra` un signal
(QTreeWidget::updateAgentsSelected()) que activara` un slot (MainWindow::
updateAgentsSelected()) per tal de transmetre la informacio´ de cada agent a la
finestra principal. Aleshores, quan es faci doble clic sobre un agent de la llista, el
signal “itemDoubleClicked()”activara` l’slot “show3Dagent()”. En aquest punt,
la finestra principal ja coneixera` les dades de tots els agents, de manera que
nome´s haura` de fer una cerca per localitzar-lo segons l’identificador transme`s
mitjanc¸ant l’slot “show3Dagent()”. Un cop localitzat s’instanciara` una classe
Display3D que, configurant-la adequadament segons les caracter´ıstiques de la
simulacio´ i la posicio´ de l’agent, mostrara` la visualitzacio´ en tres dimensions
definint com a punt central la localitzacio´ de l’agent seleccionat sobre el terreny.
Per cada agent que es seleccioni s’instanciara` un nou Display3D, fet que fara`
possible la visualitzacio´ simulta`nia de la mateixa escena des de punts diferents.
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Figura 6.17: Diagrama de sequ¨e`ncia de la seleccio´ d’agents
Cap´ıtol 7
Implementacio´
Aquest cap´ıtol sera` el nivell me´s profund al que s’arribara` pel que fa a de-
tall en quan a caracter´ıstiques i desenvolupament de funcionalitats. Es prete´n
mostrar com s’han acabat implementant i com s’han adaptat els conceptes pre-
vis i llibreries pel cas concret d’aquest projecte amb la finalitat de satisfer els
objectius plantejats a l’inici d’aquest document. En definitiva, es tracta de pre-
cisar cada element particular de les noves funcionalitats que formaran part de
Cassandra.
Cal precisar que tots els punts que s’explicaran a continuacio´, excepte “Vi-
sualitzacio´ del 3D amb VTK”, s’han realitzat sobre la implementacio´ de la vi-
sualitzacio´ del 3D utilitzant l’algorisme Quadtree Level of Detail per Terrenys,
ja que ha estat la que ha donat bons resultats, punt que s’explicara` al cap´ıtol
9. Com a consequ¨e`ncia, es considerara` el me`tode de renderitzat per defecte que
proporciona OpenGL.
7.1 Navegabilitat a Cassandra en el model en
3D
Com ja s’ha comentat en els requeriments funcionals, es fara` u´s del teclat i del
ratol´ı per dur a terme la interaccio´ de l’usuari amb l’escena en tres dimensions.
El teclat sera` l’encarregat d’activar cada funcio´ i el ratol´ı sera` qui proporcionara`
el moviment de la ca`mera.
Primer de tot cal recordar quins para`metres necessitem per definir una
ca`mera en OpenGL i per determinar-ne la posicio´, que seran els que haurem
de manipular cada cop que es detecti un event de ratol´ı o teclat. Per definir
una ca`mera necessitem l’angle d’obertura de la ca`mera, la relacio´ d’aspecte, els
punts anterior (zNear) i posterior (zFar) que determinaran els plans, me´s proper
i me´s llunya` respectivament, que limitaran una part de frustum de visio´. Per
situar-la haurem de saber el punt al que mirem (vrp), la dista`ncia en que ens
volem separar d’aquest, i els angles en funcio´ de cada eix que determinaran el
moviment. Recordant l’explicat al conceptes previs, l’estructura de la definicio´
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La posicio´ inicial de la ca`mera es determinara` de manera que el pla format
pel raster es vegi totalment vertical. Per tant, el punt al que mirarem (vrp) sera`
el punt central del raster (Cassandra considera tots els rasters d’una mateixa




on “size”e´s la mida del raster.
Per calcular la dista`ncia en que ens hem de desplac¸ar respecte el punt al que
mirem (dist) es forma una esfera que contingui tots els plans dels rasters. Un
cop es te´ l’esfera, es calcula el radi d’aquesta i es multiplica per una constant (en
el nostre cas, per 3, ja que do´na una bona visio´), depenent de quant ens vulguem
allunyar de l’escenari. D’aquesta manera evitem que alguna part visible es quedi
fora del frustum de visio´.
L’angle d’obertura de la ca`mera depe`n del radi de l’esfera i de la dista`ncia
en que ens separem del punt al que mirem. Una bona aproximacio´ per tal de









Per calcular la relacio´ d’aspecte nome´s cal dividir l’amplada de la finestra
de visualitzacio´ per l’alc¸ada de la mateixa. Els angles inicials seran 0, ja que no
volem cap rotacio´. Finalment, el zNear (anterior) i zFar (posterior) dependran
tambe´ del radi de l’esfera.
OpenGL ens proporciona diverses operacions segons el tipus d’esdeveniment
que es detecti. En cadascuna d’aquestes funcions actualitzarem els valors de les
variables definides anteriorment per modificar el posicionament de la ca`mera.
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El cas me´s senzill e´s el que es produeix al clicar la tecla “r”, que ha de
re-inicialitzar la ca`mera a la posicio´ inicial. Donat que la posicio´ inicial s’ha
definit a la funcio´ initializeGL(), nome´s cal situar la ca`mera segons els mateixos
para`metres.
Si cliquem amb el boto´ esquerre del ratol´ı sobre l’escenari en tres dimensions
tenim la possibilitat de moure el raster o conjunt de rasters sempre sobre el
mateix punt de refere`ncia. Per tant, el que hem de fer e´s modificar els angles que
es veuran afectats al fer les rotacions (angle.x i angle.y), limitant el recorregut
com s’havia definit als requeriments funcionals. Per fer-ho, haurem de tenir en
compte el desplac¸ament vertical i horitzontal del ratol´ı per la pantalla:
_angle._x += _clickedPos.y() - eventPos.y();
if(_angle._x > 90) _angle._x = 90;
else if(_angle._x < -90) _angle._x = -90;
_angle._y += _clickedPos.x() - eventPos.x();
if(_angle._y > 90) _angle._y = 90;
else if(_angle._y < -90) _angle._y = -90;
En el cas en que es detecti la tecla “Control”premuda i alhora es produeixi un
moviment de ratol´ı, nome´s s’haura` de fer la rotacio´ respecte un eix, modificant
u´nicament l’angle.z:
_angle._z += _clickedPos.y() - eventPos.y();
Me´s complicat e´s el cas de desplac¸ar la ca`mera, ja que s’ha de canviar el punt
de refere`ncia al que es mira (vrp). Per obtenir les coordenades en el sistema
adequat s’hauran d’obtenir les dades de la matriu ModelView. A me´s, a l’hora
de fer la modificacio´ del vrp, s’haura` de valorar la mida del terreny (size) sobre








incX = incX * (_clickedPos.x()-eventPos.x());
incX = incX * size/dist;
incY = incY * (eventPos.y()-_clickedPos.y());
incY = incY * size/dist;
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_vrp = _vrp + incX;
_vrp = _vrp + incY;
Finalment, mitjanc¸ant l’esdeveniment que detectara` l’scroll de la rodeta del
ratol´ı, aproparem o allunyarem la ca`mera per donar un efecte de zoom. Aixo`
vindra` definit senzillament per la dista`ncia entre l’vrp i la posicio´ de la ca`mera
adaptant el zNear i zFar. A me´s, s’haura` de limitar el zoom per tal de no fer
desapare`ixer l’escena. Les constants so´n aproximacions bones a base de prova i
error.
dist -= event->delta()/(10);
if(dist < 45) dist = 45;
anterior = dist/10;
posterior = dist*4 + anterior;
7.2 Seleccio´ dels agents del 2D
La deteccio´ de l’esdeveniment es produira` al fer doble clic sobre una posicio´
va`lida (dins del terreny) en la representacio´ en dues dimensions amb el boto´
esquerre del ratol´ı. Aleshores, es fara` la cerca d’agents compresos dins l’a`rea
determinada pel radi fixat per l’usuari o be´ per defecte. Es crearan dues llistes:
una amb la informacio´ de cada agent en forma de text i l’altra amb l’estructura
de dades pro`pia d’un agent. La primera servira` per muntar el widget de tipus
QTreeWidget que permetra` mostrar la informacio´ de cada agent a l’usuari.
La segona proporcionara` les dades de cada agent de la llista a la funcio´ que
s’encarregara` de renderitzar el 3D centrat en la posicio´ de l’agent clicat (qu¨estio´
que s’explicara` al punt 7.3).
Per fer la cerca es prendra` com a punt inicial la posicio´ del ratol´ı al fer doble
clic. A partir d’aqu´ı s’anira` incrementant o decrementant la posicio´ en l’eix de
les X’s o de les Y’s segons correspongui per tal d’abastir tota l’a`rea que defineix
el radi (figura 7.1). Aquesta a`rea sera` la d’un quadrat tot i pensar que ha de ser
una circumfere`ncia al usar el terme radi. Donat que a cada punt hi ha almenys
un agent, el que es fara` e´s aproximar la teo`rica circumfere`ncia que forma el radi
a un quadrat.
7.3 Localitzacio´ d’agents al 3D
Quan ja tenim la llista d’agents i e´s mostrada a l’usuari, aquest, fent doble
clic amb el boto´ esquerre del ratol´ı sobre la informacio´ d’un agent pot visualitzar
el 3D tenint com a punt de refere`ncia la posicio´ de l’agent seleccionat.
Aprofitant la llista d’agents que conte´ les dades amb els tipus i estructures
corresponents, podrem localitzar l’agent adequat mitjanc¸ant l’identificador d’a-
quest i aix´ı, podrem situar la ca`mera centrant-la a la posicio´ correcta. Per trobar
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Figura 7.1: A`rea de cerca d’agents sobre la representacio´ en 2D
l’agent seleccionat haurem de reco´rrer dita llista comprovant que l’identificador
d’aquest es correspon amb algun dins de la llista. Aixo` s’ha de fer degut a que al
fer doble clic a l’estructura QTreeWidget nome´s podem obtenir dades del tipus
String i com a consequ¨e`ncia no disposem de la posicio´ de l’agent. Un cop s’ha
trobat l’agent a la llista ja es poden agafar les dades de posicio´ i configurar la
ca`mera correctament.
Per cada event que es detecti sobre la llista s’obrira` una finestra nova amb
la representacio´ en tres dimensions corresponent (figura 7.2). Aixo` permetra` fer
comparacions de diferents zones dels rasters segons les posicions dels agents.
7.4 Visualitzacio´ del 3D amb VTK
La implementacio´ de la visualitzacio´ dels rasters en tres dimensions sera`
totalment diferent al utilitzar la llibreria VTK. Tot i que pugui semblar forc¸a
trivial, la veritat e´s que no ho e´s. Com ja es comenta en tutorials de la pro`pia
llibreria, no se li pot treure un bon rendiment fins que no es coneix i domina
molt be´. A continuacio´ es veuran les difere`ncies entre ambdues implementacions,
distingint-les sobretot per les estructures de dades pro`pies que te´ la llibreria
VTK per dur a terme el renderitzat. El que no canviara` degut a la naturalesa de
Cassandra e´s la necessitat d’obtenir i instanciar els resultats de les simulacions
fent u´s de la funcio´ setSimulationRecord.
L’algorisme sera` senzill ja que nome´s s’haura` de fer un recorregut pel raster,
obtenint per cada punt del pla l’alc¸ada corresponent a dit punt. En aquest cas,
es fara` servir la implementacio´ pre`via que ens trobem al iniciar el projecte, que
consisteix en dibuixar quadrats, agafant punts de quatre en quatre. Per fer-ho
pero`, s’hauran de fer servir les estructures de dades adequades per poder realit-
zar el renderitzat de l’escena correctament segons ho requereixin els esta`ndards
de VTK.
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Figura 7.2: Captura de pantalla de la seleccio´ d’agents del 2D al 3D
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Per construir el raster, que no e´s me´s que un conjunt de pol´ıgons, haurem
d’utilitzar els segu¨ents tipus de dades que proporciona VTK:
vtkPolyData *landscape = vtkPolyData::New();
vtkPoints *points = vtkPoints::New();
vtkCellArray *polys = vtkCellArray::New();
vtkFloatArray *scalars = vtkFloatArray::New();
La variable *landscape contindra` tota la informacio´ del terreny emmagatze-
mada en les tres variables *points, *polys i *scalars. Cada punt del pla (amb
components [x,y,z]) es desara` en una espe`cie de vector de tipus vtkPoints al que
hem anomenat com a *point. A la variable *polys s’ha d’especificar el tipus de
pol´ıgon que volem formar, indicant la quantitat de punts que el formaran (en el
nostre cas quatre, ja que volem dibuixar quadrats) i les posicions que aquests
punts ocupen dins *points. Finalment, per definir el color s’utilitzara` la variable
*scalars, en la qual s’hi introduiran els valors referents a color proporcionats per
la simulacio´ situats a la posicio´ corresponent (respectiva segons cada punt de
*points). Un cop es te´ l’estructura del raster formada, s’ha d’omplir el continent







A continuacio´ es definiran els components de l’escena en 3D. VTK utilitza
el que anomena un RenderWindow, que conte´ un Renderer. En el Renderer
e´s on hi col·loquem tots els objectes o estructures de dades (*landscape) que
vulguem renderitzar, anomenades Actor. A me´s, sera` on tambe´ s’hi defineixi la
ca`mera. Per interactuar amb l’escenari, VTK utilitza el que coneix com Ren-
derWindowInteractor, que automa`ticament (i dif´ıcilment modificable) genera
els esdeveniments de teclat i ratol´ı i actua en consequ¨e`ncia.
//Mapejador de dades, necessari per construir l’Actor
vtkPolyDataMapper *mapper = vtkPolyDataMapper::New();
mapper->SetInput(landscape);
//Construccio´ de l’actor a partir del raster
vtkActor *actor = vtkActor::New();
actor->SetMapper(mapper);
//Definicio´ de la ca`mera
vtkCamera *camera = vtkCamera::New();
camera->SetPosition(1,1,1);
camera->SetFocalPoint(0,0,0);
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vtkRenderer *renderer = vtkRenderer::New();
vtkRenderWindow *renWin = vtkRenderWindow::New();
renWin->AddRenderer(renderer);








Com s’ha pogut comprovar, la manera de renderitzar e´s totalment diferent
a com es fa amb OpenGL. A me´s, e´s complicat manipular l’escena i crear les
estructures a dibuixar. De la mateixa manera, tindria un gran cost adaptar la
resta de funcionalitats (com per exemple, pintar els agents en el 3D) pel poc que
millora l’eficie`ncia en el renderitzat de grans volums de dades, que s’explicara`
mitjanc¸ant resultats al cap´ıtol 9.
7.5 Quadtree Level of Detail per Terrenys
7.5.1 De que` tracta
Es tracta d’un algorisme LOD (Level Of Detail) mitjanc¸ant la construccio´
d’un Quadtree. Es parlara` de la representacio´ del terreny en triangles, de l’es-
tructura del Quadtree i de la inicialitzacio´, actualitzacio´ i pintat d’aquest.
El nivell de detall (LOD, com l’anomenarem) implica una disminucio´ de la
complexitat de la representacio´ d’un objecte 3D depenent, per exemple, de la
dista`ncia de l’objecte amb l’observador o de la relleva`ncia dels detalls a voler
representar. Els algorismes basats en LOD so´n me´s eficients en el proce´s de
renderitzacio´, ja que disminueixen la ca`rrega de treball en les diferents etapes
d’una pipeline de visualitzacio´, normalment en les transformacions dels ve`rtexs.
La disminucio´ de la qualitat d’imatge sol ser imperceptible degut a que hi tindra`
un mı´nim efecte sobre l’aparenc¸a de l’objecte quan l’observador estigui lluny o
quan aquest es mogui a una velocitat elevada.
Un Quadtree e´s una estructura de dades jera`rquica que es basa en la des-
composicio´ recursiva de l’espai. Es tracta d’una estructura d’arbre la qual cada
node te´ o 4 nodes fills o no en te´ cap (en cas de ser una fulla).
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Representacio´ del terreny mitjanc¸ant triangles
Cada tres punts del terreny representaran un triangle, que sera` la geometria
utilitzada per dibuixar el raster en els diferents nivells de detall. Per a que
l’algorisme funcioni correctament haurem de tractar amb pote`ncies de dos, de
manera que si un terreny no s’ajusta a aquest requisit, s’ampliara` l’arbre de
manera que es construeixi l’arbre correctament pero` a la hora de pintar s’obvi-
aran aquells punts que estiguin fora dels l´ımits que marqui el raster. El node
inicial, de menys detall, sera` el format per 8 triangles. Aquest s’anira` dividint
en quatre subquadrants (NW, NE, SE, SW). Aix´ı com es vagi augmentant el
nivell de detall, cada quadrant s’anira` desenvolupant com es mostra a la figura
7.3.
Figura 7.3: Descomposicio´ de l’estructura en subquadrants [3]
Estructura del Quadtree
Un cop sabem com s’estructura gra`ficament el Quadtree, cal saber quines
dades guardarem a cada node. L’estructura sera` la segu¨ent:
• 4 nodes fills: de tipus Quadtree.
• 8 punts cardinals: de tipus punt en 2D, ja que la tercera dimensio´, l’alc¸ada,
s’obtindra` de les dades de la simulacio´ i depenent del pas en el que ens
trobem d’aquesta.
• 1 punt central: de tipus punt en 2D, ana`logament als 8 punts cardinals.
Inicialitzacio´, actualitzacio´ i pintat
La inicialitzacio´ de l’arbre sera` el proce´s de creacio´ d’aquest, que nome´s es
produira` 1 cop per simulacio´ i per raster, ja que es fara` servir el mateix per
tots els rasters donats que tots tindran la mateixa extensio´. Es comenc¸ara` per
agafar la pote`ncia de dos superior a la mida del terreny (que ja ens asseguren
que sera` quadrat). A continuacio´ s’instanciaran tots els nodes conforme es vagi
recorrent recursivament l’arbre fins que s’arribi a la ma`xima profunditat. Cada
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cop que es passi per un node s’aniran emmagatzemant els valors corresponents
dels punts cardinals i centrals (les coordenades x-y) i s’enllac¸aran amb els fills
que els precedeixin inicialitzant-los de la mateixa manera.
Pel que fa a l’actualitzacio´ dels nodes, es determinara` si es pinta un node (el
quadrant amb els respectius triangles) segons la distancia de la ca`mera respecte
cada punt del terreny. La condicio´ a avaluar e´s la segu¨ent:
si (dista`ncia entre punt i ca`mera / profunditat de l’arbre) e´s menor que C
llavors crida al segu¨ent fill
sino´ pinta el node en el que ens trobem
La C e´s una constant que es podra` modificar mentre s’executi la visualitzacio´
del terreny en 3D, de manera que permetra` variar el detall en que es renderitzi
l’escena i aix´ı ajustar el retra`s depenent de la ma`quina on s’executi i depenent
de la quantitat de rasters que es vulguin veure al mateix temps.
Aquesta e´s la solucio´ que do´na millors resultats ja que es pot visualitzar en
qualsevol nivell de detall, deixant la responsabilitat de l’agilitat del renderitzat
a l’usuari. E´s per tant, la implementacio´ que es fara` servir per desenvolupar la
resta de funcionalitats. Aix´ı doncs, a partir d’aquest punt cal considerar que el
renderitzar es fara` mitjanc¸ant triangles.
7.5.2 Problemes
Aquesta versio´ de l’algorisme descrit te´ alguns defectes. El me´s visible e´s
el que es produeix quan hi ha un canvi de nivell de detall i d’alc¸ada entre
quadrants ve¨ıns. Quan aixo` passa, apareix el que es coneix com a “crack”. Una
de les possibles solucions per arreglar aquest error e´s detectar els salts de nivell
de detall entre nodes ve¨ıns i dibuixar-hi triangles addicionals. Degut a que e´s
un algorisme recursiu, per poder comparar tots els ve`rtexs que s’han pintat i
mantenir-ne un control, s’haurien de desar en una estructura de dades. A partir
d’aqu´ı seria possible detectar els anomenats “cracks”.
Un altre punt a tractar e´s el millorar encara me´s el rendiment de la visua-
litzacio´. Aixo` e´s possible fer-ho gra`cies al culling, que s’explicara` a continuacio´.
E´s important destacar que les millores de culling nome´s s’aplicaran a aquest
algorisme degut als mals resultats (poca millora respecte la implementacio´ ini-
cial) que s’obtenen amb la implementacio´ utilitzant la llibreria VTK. D’aquesta
manera es prete´n visualitzar els rasters amb me´s detall.
7.6 Back-face culling
El Back-face culling servira` per determinar si un pol´ıgon e´s visible. En
OpenGL e´s ben senzill ja que nome´s s’ha d’efectuar l’ordre per tal que a la
pipeline e´s faci la comprovacio´. El proce´s per decidir si e´s o no visible un
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pol´ıgon, e´s calcular la normal d’aquest i comprovar que no estigui encarat a la
ca`mera. En OpenGL pero`, nome´s cal proporcionar els punts del pol´ıgon seguint
l’ordre de les agulles d’un rellotge.
Per tant, abans de cridar a la funcio´ que renderitzi l’escena s’haura` d’activar
el culling amb les segu¨ents ordres:
glEnable(GL_CULL_FACE);
glCullFace(GL_BACK);
Finalment, per assegurar-nos de que OpenGL fa les comprovacions correc-
tament, es dibuixaran els triangles proporcionant els punts en ordre seguint el
de les agulles del rellotge, tal i com es mostra a la figura 7.4.
Figura 7.4: Ordenacio´ dels punts de cada triangle
7.7 Frustum culling
Per implementar el frustum culling primerament haurem de trobar els sis
plans que formen el frustum de visio´. Per obtenir dits plans haurem d’utilitzar
les matrius Projection i ModelView en el moment en que ens trobem, ja que
hi pot haver canvis en quan a la configuracio´ d’aquest degut als moviments de
ca`mera. Aixo` ho fem amb una funcio´ que ens proporciona OpenGL i ho desem





Un cop tenim les matrius les hem de combinar per tal d’obtenir els punts
que formaran els sis plans. Aquests punts s’emmagatzemaran al vector clip, que
despre´s utilitzarem per obtenir les coordenades que formaran cada pla i que es
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guardara` a la matriu de nom frustum. Per obtenir, per exemple, el pla situat a
la dreta, far´ıem el segu¨ent:
frustum[0][0] = clip[ 3] - clip[ 0];
frustum[0][1] = clip[ 7] - clip[ 4];
frustum[0][2] = clip[11] - clip[ 8];
frustum[0][3] = clip[15] - clip[12];
Ara que ja coneixem els l´ımits del frustum, haurem de comprovar que ca-
da triangle que anem a renderitzar estigui contingut dins d’aquests l´ımits. Per
tant, abans d’enviar-lo a la pipeline, utilitzarem la funcio´ polygonInFrustum a
la qual li passarem els tres punts que formin cada triangle.
A primera vista, tot el cost de fer tantes operacions per obtenir el frustum
de visio´ i tantes comprovacions per provar la inclusio´ de triangles dins d’aquest,
fa pensar que no millorara` l’experie`ncia i l’eficie`ncia en el renderitzat. Aixo`
pero`, ho podrem contrastar fent diverses proves amb i sense l’aplicacio´ d’aquesta
suposada millora al cap´ıtol de Resultats.
7.8 Visualitzacio´ simulta`nia de diferents rasters
Aix´ı com s’ha implementat l’algorisme de Quadtree Level of Detail per Ter-
renys, cedint la responsabilitat a una classe annexe (Quadtree), es fa bastant
senzill afegir la funcionalitat de visualitzar me´s d’un raster alhora.
El que s’ha de fer e´s reco´rrer el llistat de raster del que disposa la simulacio´ i
detectar quins s’han seleccionat a la llista de rasters (modificada perque` els ele-
ments puguin ser seleccionables, figura 7.5) que es mostra a la finestra principal.
A partir d’aqu´ı nome´s cal fer tantes crides de la operacio´ de pintat com rasters
hi hagi seleccionats, que recorrera` el mateix quadtree per tots els rasters ja que
tots so´n de la mateixa mida. Ara be´, per evitar que tots es pintin al mateix lloc
i es solapin, s’aplicara` un desplac¸ament (o offset) en direccio´ en l’eix de les Z.
D’aquesta manera es podran visualitzar tots sense que interfereixin entre s´ı.
while(it!=_orderedRasters.begin()) {
it--;
Engine::StaticRaster & colorRaster = _simulationRecord->getRasterTmp(*(it),
_viewedStep);




int pot2 = powf(2,ceil(log2(_simulationRecord->getSize())));
glEnable(GL_CULL_FACE);
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glCullFace(GL_BACK);
RasterConfiguration * rasterConfig =
ProjectConfiguration::instance()->getRasterConfig(*(it));
_quadLandscape->update(dist,pot2, rasterConfig->getColorRamp(), colorRaster,




A me´s a me´s, per donar me´s llibertat a l’usuari, se li permetra` que modifiqui
la separacio´ entre rasters mitjanc¸ant una barra d’scroll, sent aquesta separacio´
la mateixa entre tots els rasters.
Figura 7.5: Captura de pantalla de varis rasters seleccionats
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Planificacio´ del projecte
La planificacio´ d’aquest projecte ha anat patint canvis aix´ı com s’ha anat
desenvolupant degut a que depenent dels resultats que s’obtenien al implementar
cada solucio´ s’havien de cercar alternatives me´s adequades per tal de satisfer els
objectius fixats. Tot i aix´ı, com es pot veure a la llegenda de la figura 8.1, s’han
distingit clarament 8 tipus de tasques diferents: Fites, Objectius, Recerca, Im-
plementacio´, Proves i Tests, Correccio´ d’errors, Ana`lisi de resultats quantificat
i Redaccio´ de la Memo`ria. El diagrama e´s una aproximacio´ del temps dedicat
a cada tasca, fent la divisio´ temporal en mesos, i dins d’aquests en setmanes.
Les fites corresponen a punts concrets d’esdeveniments puntuals que no te-
nen determinada una duracio´ tot i estar indicats en l’interval d’una setmana. La
primera fita (I) marca la inscripcio´ del projecte, punt en el qual ja es comenc¸a
a parlar d’una forma me´s precisa sobre els objectius d’aquest. La segona fita
(II) e´s la incorporacio´ al GitHub, de manera que ja es te´ acce´s a tot el codi i
projecte tant de Pandora com de Cassandra. Aixo` permetra` comenc¸ar l’estudi
i comprensio´ de l’estructura de l’aplicacio´ i perfilar d’una manera me´s precisa
les necessitats d’aquesta i quines solucions i recursos s’hi adapten millor. Les
tres darreres fites serveixen per posar dates l´ımit per als diferents entregables
com so´n l’informe previ entregat al fer la matr´ıcula (fita III) i el lliurament de
la memo`ria (IV) almenys una setmana abans de defensar el projecte (V).
Pel que fa a objectius s’han definit dues etapes. La primera, fa refere`ncia a
una definicio´ inicial d’aquests; la segona, correspon a una revisio´ i adaptacio´ do-
nats els resultats que hagin donat implementacions consequ¨e`ncia de la primera
etapa.
Al tenir els objectius fixats ja es pot comenc¸ar a fer recerca d’informacio´
sobre recursos que puguin ajudar a solucionar els problemes plantejats. Prime-
rament s’investigara` sobre llibreries de visualitzacio´ cient´ıfica. En aquesta etapa
marcada a la figura 8.1 tambe´ s’inclou l’estudi del codi de Pandora i Cassandra,
proporcionat a la fita II. Un cop fet l’estudi, es podran comenc¸ar a implementar
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les funcionalitats referents a la ca`mera i la visualitzacio´ en 3D usant les llibreries
estudiades (VTK i VL). Tot seguit, al comprovar a simple vista que els resultats
no so´n satisfactoris, es comenc¸a amb l’estudi d’un algoritme que pugui millorar
els resultats: el Quadtree Level of Detail per Terrenys (Q LoD T a la figura
8.1). A me´s, s’investigara` sobre altres millores de rendiment en la visualitzacio´
com e´s el Culling. Tot seguit es produira` la implementacio´ tant de l’algoritme
(Q LoD T) com del Frustum Culling (F.C). Al finalitzar la part me´s rellevant
del projecte es passara` a implementar la resta de funcionalitats: la seleccio´ d’a-
gents (Sel. Agents) i la visualitzacio´ de rasters simultanis (Rasters Simult.). Les
modificacions no incloses so´n aquelles dutes a terme un cop ja s’han complerts
els objectius (inclouen, per exemple, canvis d’interf´ıcie, ampliacio´ de funcionali-
tats dissenyades en aquest projecte i normalitzacio´ de codi entre d’altres). Aixo`
es deu a que Cassandra e´s un projecte en constant desenvolupament i sempre
s’hi poden afegir millores. A me´s, al ser un projecte en equip, sofreix canvis
cont´ınuament.
La correccio´ d’errors e´s una tasca que comenc¸a quan s’ha iniciat el proce´s
d’implementacio´ i correspon tant a errors que puguin apare`ixer mentre s’esta`
programant com als que es trobin al fer les proves i tests espec´ıfics per a cada
funcionalitat. Al mateix temps, si be´ a simple vista es pot arribar a una conclu-
sio´, per justificar l’eleccio´ de la millor solucio´ s’han de quantificar els resultats
obtinguts al contrastar-ne el rendiment.
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Figura 8.1: Planificacio´
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Resultats
A continuacio´ s’avaluaran les diferents solucions proposades per millorar el
rendiment en la visualitzacio´ en tres dimensions quan es te´ un gran volum de
dades a representar. Aquestes so´n les implementacions amb la llibreria VTK,
l’algorisme Quadtree Level of Detail per terrenys i les optimitzacions de culling:
back-face culling i frustum culling.
9.1 Proves i tests
Per fer els tests i quantificar el rendiment de cada solucio´ s’ha calculat el
temps (en segons) necessari per renderitzar un frame. Aixo` es deu a que Cas-
sandra no e´s una animacio´ i no te´ un refresc de pantalla constant; per tant, no te´
sentit calcular els FPS (Frames Per Second). La visualitzacio´ en tres dimensions
nome´s s’actualitzara` al detectar un event de teclat o ratol´ı o una modificacio´
del nivell de detall en el cas de l’algorisme Quadtree Level of Detail.
Els tests consistiran en una se`rie de moviments d’un raster de dimensions
1600x1600. Les comparacions entre solucions es faran sempre sota les mateixes
condicions. Aquestes so´n:
• Implementacio´ inicial - Llibreria VTK
• Implementacio´ inicial - Quadtree Level of Detail (LoD variable)
• Quadtree Level of Detail (LoD = 200) - Quadtree Level of Detail (LoD =
200) amb Back-face culling
• Quadtree Level of Detail (LoD = 200) - Quadtree Level of Detail (LoD =
200) amb Frustum culling
Si fem una comparacio´ entre la implementacio´ inicial i l’algorisme Quadtree
Level of Detail, sempre podem variar el nivell de detall i, per tant, visualitzar en
bones condicions l’escena en 3D. La finalitat de la comparacio´ amb un nivell de
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detall variable servira` per mostrar el canvi respecte el que ens trobem al iniciar
el projecte.
Les comparacions en les quals es te´ en compte l’optimitzacio´ mitjanc¸ant cu-
lling es fan amb la intencio´ de veure si l’aplicacio´ de la millora te´ un resultat
visible a l’hora de refrescar l’escena. Per tant s’ha escollit un nivell de detall
(200) respecte les mides del raster que funciona amb un petit retard per poder
comprovar si al fer servir el culling aquesta sensacio´ desapareix, fet que es veura`
reflectit amb les dades.
A me´s a me´s d’aquests tests per analitzar el rendiment de cada solucio´ imple-
mentada s’han fet proves progressives amb casos senzills per verificar el correcte
funcionament de cada funcionalitat.
9.2 Resultats obtinguts
En aquest punt s’explicaran i justificaran els resultats fruit de les proves
exposades a la seccio´ anterior. Els gra`fics expressen un conjunt de mostres (eix
d’absices) en funcio´ del temps (en segons) que triguen en ser renderitzades (eix
d’ordenades).
9.2.1 Implementacio´ inicial - Llibreria VTK
Figura 9.1: Comparativa entre Implementacio´ inicial - Llibreria VTK
Com s’aprecia a la figura 9.1 el temps de renderitzat per totes les mostres
de la implementacio´ inicial e´s molt alt, d’una mitjana de 4 segons per mostra
aproximadament. Al comparar-ho amb les dades fent u´s de la llibreria VTK el
resultat e´s molt similar. Tot i ser me´s irregular, degut a la diferent implemen-
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tacio´ de la interaccio´ de l’usuari amb l’escena, la mitjana de temps que triga en
renderitzar un raster e´s molt poc millor que la implementacio´ inicial.
9.2.2 Implementacio´ inicial - Quadtree Level of Detail (LoD
variable)
A la figura 9.2 podem observar la difere`ncia entre la implementacio´ que hi
havia en un inici a Cassandra i la que finalment s’utilitzara` com a solucio´ final.
Es pot comprovar que amb la nova solucio´ l’agilitat en que es podra` moure
l’escena en tres dimensions millora molt. S’ha fet servir el raster de 1600 x 1600
i s’ha comenc¸at amb un nivell de detall baix, de 25. Primerament s’han fet
increments de 5 en 5. Fins a la meitat del diagrama el temps de renderitzat no
arriba als 0.3 segons, un bon temps (aproximadament LOD = 70). L’augment
de temps de pintat augmenta considerablement al arribar a nivells de detall
pro`xims a 100. E´s en aquest punt (part final de la figura 9.2 on ja es comenc¸a
a notar el retard entre el moviment del terreny i la visualitzacio´ (0,6 segons per
refresc).
Figura 9.2: Comparativa entre Implementacio´ inicial - Quadtree Level of Detail
amb LoD variable
9.2.3 Quadtree Level of Detail (LoD = 200) - Quadtree
Level of Detail (LoD = 200) amb Back-face culling
En aquest cas (figura 9.3), tret d’alguna excepcio´ puntual, observem que
el comportament e´s similar en els dos casos, de manera que no s’observa una
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millora accentuada. El cas e´s que, al renderitzar nome´s un raster, la ca`mera
sempre tindra` tende`ncia a estar per sobre d’aquest, de manera que el back-face
culling no hi tindra` lloc. Una situacio´ en la que pot ser u´til e´s al renderitzar un
conjunt de rasters superposats (figura ??). D’aquesta manera, si es te´ la vista
centrada en el raster central, es podra` fer u´s del back-face culling en una gran
part dels que estiguin per sobre de la ca`mera.
Figura 9.3: Comparativa entre Quadtree LOD = 200 - Quadtree LOD = 200
Back-face culling
La qu¨estio´ que ens trobem a continuacio´ e´s que, si l’usuari vol comparar
els diferents rasters superposats, mirant-los des de la part inferior no podra`
observar els que estiguin per sobre (figura 9.4).
En aquesta decisio´ hi interve´ el criteri del propi usuari: de mantenir la
visualitzacio´ completa de tots els rasters (sense back-face culling) sacrificant la
petita millora o si prioritza l’eficie`ncia (amb back-face culling). A la figura 9.5
es mostren els resultats renderitzant els 4 rasters de la figura 9.4 alhora. Com
a consequ¨e`ncia, per tenir un moviment a temps real, s’ha disminu¨ıt el nivell de
detall a 75.
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Figura 9.4: Comparativa de visualitzacio´ entre Quadtree LOD = 75 - Quadtree
LOD = 75 Back-face culling amb varis rasters
Figura 9.5: Comparativa de resultats entre Quadtree LOD = 75 - Quadtree
LOD = 75 Back-face culling amb varis rasters
9.2.4 Quadtree Level of Detail (LoD = 200) - Quadtree
Level of Detail (LoD = 200) amb Frustum culling
El comportament de l’escena amb frustum culling tampoc varia notablement.
Tot hi que a la figura 9.6 es denota un millor rendiment amb l’u´s del frustum
culling, el temps de renderitzat e´s prou bo com per notar una difere`ncia al
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interactuar amb l’escenari en 3D.




La visualitzacio´ cient´ıfica te´ particularitats que la diferencien clarament d’u-
na visualitzacio´ convencional. El fet me´s caracter´ıstic e´s que treballa amb con-
junts de dades de gran mida i complexitat generats a trave´s de la simulacio´ o
de l’observacio´ directa. E´s tracta de transformar dades cient´ıfiques abstractes
en imatges, representant aix´ı la realitat amb l’objectiu de comprendre-la. Aixo`
presenta un repte, d’apropar el cient´ıfic al comportament que prete´n examinar
creant una realitat virtual el me´s fidel possible a les dades proporcionades.
La primera conclusio´ que podem extreure a partir dels resultats presentats
e´s que una simple implementacio´ amb una llibreria de visualitzacio´ cient´ıfica
no canvia significativament els resultats al renderitzar un gran volum de dades.
El que si podem concloure e´s que l’algorisme Quadtree Level of Detail e´s el
me´s adequat per la situacio´ presentada. Independentment de la ma`quina o la
mida de la simulacio´, sempre podrem visualitzar una representacio´ de les dades
a`gilment ja sigui amb me´s o menys detall.
Per altra banda, l’aplicacio´ de petites optimitzacions com so´n les de culling
no afecten en gran mesura donada una simulacio´ usual. Pot ser que hi hagi
algun tipus de simulacio´ puntual (per exemple amb gran quantitat de cubs)
l’eficie`ncia de la qual es vegi millorada visualment. Tot i aix´ı, es tractaria d’un
cas molt espec´ıfic i particular.
En definitiva, per millorar notablement la visualitzacio´, sense perdre detall
de la informacio´ que volem observar, cal reco´rrer a a`mbits me´s espec´ıfics d’al-
gorismia i de tractament simultani de dades sobre la GPU. Probablement, la
programacio´ paral·lela sigui el millor recurs a tenir en compte per una imple-
mentacio´ futura amb resultats me´s destacables.
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Perspectives de futur
Com s’ha anat explicant, aquest projecte e´s nome´s una part d’un projecte
major. Com a consequ¨e`ncia, hi tenen cabuda una gran quantitat de millores
que es duran a terme en un futur. De fet, algunes d’aquestes ja s’han desen-
volupat durant el transcurs final d’aquest projecte com be´ indica la tasca de
“Modificacions no incloses”a la planificacio´ del projecte explicada anteriorment.
Les modificacions que ja s’han dut a terme so´n les segu¨ents:
• LoD’s independents: per cada raster renderitzable, hi ha la possibilitat
de modificar el nivell de detall de cadascun per separat.
• Posicionament de rasters simultanis: cada raster es pot col·locar lliu-
rement a l’escena sense moure la ca`mera. Es poden aplicar desplac¸aments
respecte els tres eixos de coordenades (X, Y i Z). Aixo` permet, per exem-
ple, situar un raster al costat de l’altre.
• Aplicar les alc¸ades d’un raster a un altre: donat un raster, e´s possible
representar-hi les alc¸ades d’un altre raster de la mateixa simulacio´. E´s a
dir, per cada punt, aplicar-hi el valor de la Z d’un altra raster.
• Exagerar les alc¸ades: es poden augmentar o disminuir proporcional-
ment els valors que prenen els valors de les alc¸ades (component Z de cada
punt) d’un raster.
• Resolucio´ de cel·la: e´s possible modificar la mida de cada cel·la, e´s a dir,
es pot escalar cada raster individualment. Al augmentar o disminuir la
mida de la cel·la es varia la proporcio´ que ocupa cada punt multiplicant-la
pel valor escollit.
Ara be´, tot hi haver implementat les funcionalitats anteriors, n’hi ha d’altres
importants a considerar en un futur com, per exemple, l’adaptacio´ automa`tica
del nivell de detall.
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La finalitat e´s donar me´s comoditats a l’usuari per tal d’automatitzar i ma-
ximitzar l’eficie`ncia de la visualitzacio´. La idea consisteix en renderitzar cada
raster al ma`xim del nivell de detall possible. Llavors, cada cop que es detecti un
event de teclat o ratol´ı, s’hauria d’aplicar a la visualitzacio´ un nivell de detall
adequat per a un correcte funcionament mentre s’esta` produint la interaccio´
amb l’usuari. Per calcular el nivell de detall adequat, al carregar la simulacio´, i
depenent de la ma`quina on s’executi, es farien uns tests interns per tal d’obtenir
un LoD (o varis, depenent de la quantitat de rasters que es vulguin visualitzar)
que permeti el refresc de pantalla en un temps considerable de manera que s’ac-
tualitzi a temps real.
Figura 11.1: Visualitzacio´ de dos rasters al ma`xim nivell de detall
Una altra via de desenvolupament per seguir millorant la visualitzacio´ a
Cassandra e´s CUDA (Compute Unified Device Architecture[19]). Es tracta
d’un conjunt d’eines de desenvolupament i compilador creats per nVidia que
permeten programar algorismes espec´ıfics per la GPU fent servir una variacio´
de C. Funciona en totes les GPU nVidia a partir de la serie G8X.
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CUDA prete´n aprofitar les avantatges de les GPU davant les CPU de propo`sit
general fent servir el paral·lelisme que ofereixen els mu´ltiples nuclis, que perme-
ten executar un gran nombre de threats simultanis. D’aquesta manera, si una
aplicacio´ esta` dissenyada per fer servir un gran nombre de threats que realitzin
tasques independents, una GPU podra` oferir un alt rendiment per exemple en
camps de caire cient´ıfic, tractant gran quantitat de dades.
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