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The objective of this a Bachelor’s thesis was to develop and build an educational training 
platform based on the CODESYS environment. The designed hardware was created by 
utilizing three different logic controllers. In the utilized logics, the CODESYS was in active 
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Lyhenteet 
CODESYS Controlled Development Systems. On prosessinohjaus- ja 
kehitysympäristö. 
CFC Continuous Function Chart. Sekvenssikaavio ohjelmointikieli. 
CNC Computerized Numerical Control. Tietokoneistettu numeerinen ohjaus. 
FBD Function Block Diagram. Toimintolohkokaavio. Ohjelmointikieli 
visuaaliseen ohjelmointiin. 
GPI/GPO General-purpose Input/ Output. Yleinen tulo- ja lähtöportti. 
I2C Inter-Integrated Circuit. Yksinkertainen kaksisuuntainen sarjaväylä 
tiedonsiirtoon ja ohjaukseen. 
IEC International Electrotechnical Commission. Kansainvälinen sähköalan 
standardisointiorganisaatio. 
IEC 61131-3 Kolmas osa IEC61131 standardista, jossa määritellään logiikoiden 
ohjelmointikielet. 
IL Instruction List. Käskylista.  Logiikan ohjelmointikieli. 
I/O-kortti Input Output. Tulo- ja lähtökortti. 
IP-osoite Internet Protocol Address. Yksilöllinen verkko-osoite joka käytetään IP-
protokollan verkoissa. 
LD Ladder logic. Tikapuu- tai relekaavio-ohjelmointikieli. 
MAC-osoite Media Access Control. Verkkosoittimen yksilöivä osoite. 
PID-säädin Proportional Integral Derivative. Suhde, integroiva ja derivoiva. 
Säätötekniikan perussäädin, käytetään takaisinkytkennöissä. 
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PLC Programmable Logic Controller. Ohjelmoitava logiikka. 
PWM Pulse-Width Modulation. Pulssinleveys modulaatio. 
Repository Tässä yhteydessä on vanhojen ohjelmisto versioiden koottu kokoonpano. 
RJ45 Standardin IEC 60603-7 mukainen 8-pinninen liitintyyppi. 
Runtime Tässä yhteydessä laitevalmistajakohtainen SoftPLC Runtime-ohjelmisto, 
joka mahdollistaa käyttämään missä tahansa sulatetuissa tai PC-
pohjaisessa järjestelmässä CODESYS-ohjelmia. 
SFC Sequential Function Chart. Vuokaavio. Ohjelmointikieli askelmaiseen 
ohjelmointiin. 
SoftPLC Ohjelmoitavan logiikan suoritinyksikön korvaaminen tavallisella PC-
pohjaisella sovellusohjelmalla. 
SSH Secure Shell. Salattuun tietoliikenneyhteyteen tarkoitettu protokolla. 
ST Structured Text. Rakenteinen teksti. Logiikan ohjelmointikieli. 
TargetVisu Käyttöliittymävaihtoehto, joka toimii samassa ohjaimessa CODESYS 
Control RTE/Win kanssa. 
VPN Virtual Private Network. Virtuaalinen yksityinen verkko.
1 
1 Johdanto 
Kasvavan automatisointiasteen ansiosta automaation ohjelmointi- ja huoltotarpeet 
heijastuvat jo monin ammattialueisiin. Modernin tekniikan ohjelmointiosaamisen puute 
vaikuttaa hyvin merkittävästi automaatiolaitteiden korjausten ja modernisointien 
läpimenoaikaan ja niin ollen kustannuksiin. CODESYS on yksi moderneista 
ohjelmointiympäristöistä, jota käytetään hyvin laajasti, ja käyttökohteet vain lisääntyvät. 
Tämän opinnäytetyön tarkoituksena on suunnitella ja rakentaa Metropolia 
Ammattikorkeakoululle CODESYS-ohjelmistoon pohjautuvan PLC-oppimisympäristö.  
Työssä tullaan käyttämän logiikkoina teollisuudessa käytettäviä logiikoita sekä edullista 
yhden piirilevyn tietokonetta Raspberry Pi. Oppimisympäristö tullaan kehittämään 
kolmelle eri PLC:lle.  
Työn alussa tutustetaan CODESYS-pohjaisiin logiikkoihin ja perehdytään CODESYS-
ympäristöön sen ohjelmointi- ja käyttötapoihin yleisellä tasolla. Ohjelmien 
suunnitteluvaiheessa perehdytään ympäristössä käytettäviin ohjelmointikieliin ja niiden 
syntaksiin.   
Laitteistojen eroavaisuuden johdosta työ jaetaan tarkoituksenmukaisesti kolmeen eri 
osaprojektiin ja perehdytetään erilaisiin logiikkoihin, niiden käyttöönotto- ja käyttötapoihin 
erikseen. Nexcom paneeli-PC:lle suunnitellaan ja toteutetaan virtuaalinen älykoti-
sovellus hyödynnyttäen paneeli-PC:n omaa näyttöä.  Toisena osaprojektina 
suunnitellaan ja rakennetaan NISE91 Linux -koneella ohjautuvat liikennevalot Beckhoffin 
BK9000 IO -kokoonpanon välityksellä. Kolmantena työnä suunnitellaan ja rakennetaan 
Raspberry Pi:llä ohjautuva Delta-robotti.  
Työn tavoitteena on saada opiskelijoille valmis versio 3.5 CODESYS-
oppimisympäristökokonaisuus. Erityyppiset logiikat takaavat erilaisen 
käyttökokemuksen erilaisista CODESYS-ympäristön kanssa käytettävistä logiikoista. 
Laitteiston käyttäjät tulevat oppimaan CODESYS-ohjelmiston pääperiaatteita ja 
CODESYS pohjaisten logiikoiden käyttöönottoa. Sen ohella käyttäjille tulee myös tutuksi 
PLC-logiikoissa käytetyt standardin ICE61131-3 mukaiset ohjelmointikielet ja käyttäjät 
pääsevät harjoittelemaan logiikoiden ohjelmointia ja käyttöä. 
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2 CODESYS-ympäristö 
2.1 Alkutiedot 
CODESYS (Controller Development System) on monipuolinen ohjelmointityökalu ja 
samalla laitteistoriippumaton IEC 61131-3 -standardin mukainen ohjelmointiympäristö 
automaatio-, logiikka- ja liikkeenohjaussovelluksiin (1). 
CODESYS-ohjelmointiympäristöä on kehittänyt saksalainen ohjelmistoyritys 3S-Smart 
Software Solutions. Ensimmäinen CODESYS-versio 1.0 kehitettiin vuonna 1994 ja siitä 
on alkanut sen nopea kasvu. CODESYS-versiosta 2.3 on tullut hyvin suositettu, ja sitä 
käytetään nykyisinkin kolmannen version rinnalla. Kehitysympäristön loppukäyttäjän 
peruslisenssit ovat ilmaisia, ja ohjelmisto voidaan asentaa ja kopioida täysin laillisesti. 
PLC-laitteistoille tarkoitettujen demolisenssien avulla käyttäjä pääsee tutustumaan 
erilaisten sovelluksiin ja ratkaisuihin täysmääräisesti kahden tunnin yhtäjaksoisen 
toiminnan aikarajoituksella. Kyseinen ohjelmointiympäristö yhdistää monia 
teollisuusautomaation erilaisia ohjelmia samassa ympäristössä sillä CODESYS on 
kehitysympäristö, väyläkomponenttien ohjausjärjestelmä, I/O-konfigurointityökalu, 
visualisointi ja liikkeidenohjaus, jossa on omana osana CNC, SoftPLC. (kuva 1). 
Ohjelmisto on myös laajennettavissa ladattavilla lisämoduuleilla ja kirjastoilla. (2.) 
Kuva 1. CODESYS käyttökohteet (3). 
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Tällä ohjelmistolla pystytään yhdistämään monet eri valmistajien logiikat, toimilaitteet, 
väylät ja automaatiojärjestelmät toimimaan samassa rajapinnassa, mikä taas laajentaa 
sen käyttömahdollisuuksia varsinkin laitteistojen modernisoinnissa. Nykyisin CODESYS 
toimii hyvin monien PLC logiikkavalmistajien kanssa, esimerkiksi ABB, Advantech, Altus 
Sistemas, ASEM, Bachmann electronic, Bergof Automation, BIVIATOR AG, Eaton 
Automation AG, ECKELMANN AG, WAGO Kontakttechnik GmbH, STÖBER 
ANTRIEBSTECHNIK GmbH, Schneider Automation S.A.S, Mitsubishi Electric EUROPE, 
Lenze Automation GmbH, Hermann, Köhler Elektrik GmbH, Hitachi Europe GmbH, 
Festo AG, Exceet Electronics AG ja monien muiden kanssa. (4.)  
2.2 Käyttöliittymä 
CODESYS-ohjelmiston loogisen ja yksinkertaisen käyttöympäristön ansiosta sen 
perusteiden oppiminen on kohtuullisen helppoa. CODESYS-ympäristö mahdollistaa 
käyttämään erilaisten logiikkojen ohjelmointikielien käyttämisen ohjelmoijan 
osaamistaustasta riippuen. Isommat sovellukset on syytä tehdä aliohjelmilla ja 
tarvittaessa yhdistäen eri ohjelmointikieliä pääohjelmalla. Erilaisten ohjelmointikielien 
yhtäaikainen käyttäminen helpottaa ohjelmakokonaisuuden luontia, sillä joitakin 
toimintoja on yksinkertaisempi tehdä toisella kielellä kuin toisella. Kyseisessä 
ympäristössä on integroituna myös erittäin hyvät ohjeet ja esimerkit, joiden avulla 
voidaan nopeasti sisäistää CODESYS:in ohjelmoinnin perusteita. CODESYS sisältää 
integroidun visualisointieditorin, jota hyödyntäen pystytään hyvin nopeasti ja 
vaivattomasti tekemään omalle ohjelmalle käyttöliittymä. Luotu käyttöliittymä voi olla 
logiikan omassa näytössä toimiva ohjelma niin sanottu TargetVisu. Vaihtoehtona on 
myös CODESYS WebVisu, se on HTML5-kielellä toteutettu käyttöliittymä, jolle on pääsy 
webselaimella, esimerkiksi samassa aliverkossa olevalla älylaitteella sekä CODESYS 
HMI, joka on pelkkä käyttöliittymä ilman PLC:ta. (5.)  
TwinCAT-ohjelmisto on rakennettu CODESYS-ympäristön pohjalle ja niin ollen sen 
osaamisella päästään hyvin nopeasti CODESYS:in ohjelmoinnin ytimeen. TwinCAT on 
hyvin samankaltainen myös toiminnaltaan, mutta ohjelmien syntaksi on hieman erilainen 
ja ympäristöstä toiseen ohjelmakoodin suora migraatio ei onnistu. Kumminkin toisen 
ympäristön osaaminen tukee toisen oppimista. CODESYS:in käyttöliittymä on hyvin 
paljon Microsoft Visual C -ympäristön näköinen (ks. kuva 2) sekä Visual C on myös 
integroitu siihen ja C-ohjelmat pystytään kopioimaan suoraan CODESYS-ympäristöön. 
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Kuva 2. CODESYS-käyttöliittymä. 
Työn aikana CODESYS-ympäristö tutkittiin hyvin perusteellisesti, ja huomattiin, että 
erittäin suuren komentojen ja funktioiden määrän johdosta oikean funktion löytäminen 
välillä voi olla hyvin haastava. Siitä johtuen CODESYS-ympäristön oman integroidun 
ohjeen käyttö on välttämätön. Erilaiset CODESYS-ympäristön versiot eivät ole täysin 
yhteissopivia keskenään, ja ohjelmointiympäristön omalla muunnostyökalulla eri 
versiolla tehdyt ohjelmat muutetaan tarvittaessa versiosta toiseen. 
2.3 Ohjelmointikielet 
Ohjeilmoitavan logiikan standardi IEC 61131-3 määrittelee käytettävät ohjelmointikielet. 
Sitä voidaan pitää ohjeistuksena PLC-ohjelmointiin. Eri valmistajien erilaisten logiikkojen 
ohjelmoinnissa on suuri määrä yksityiskohtia ja sen takia IEC 61131-3 standardin 
täydellinen noudattaminen on lähes mahdotonta ja jos PLC:n valistajat haluavat 
noudattaa standardia, niiden on itse dokumentoitava, mitkä kohdat noudatettavat 
standardia ja mitkä eivät. Standardi tarjoaa vertailukohdan, jonka avulla valmistajien ja 
käyttäjien on mahdollista arvioida miten lähellä standardia kyseinen ohjelmointiympäristö 
on, eli noudatetaanko standardia IEC 61131-3. (6, s.12.) 
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CODESYS-ympäristöön on integroitu kaikki viisi standardin IEC 61131-3 mukaista 
logiikan ohjelmointieditoria ja niiden lisäksi CFC-editori:  
 Ladder diagram (LD). Tikapuukaaviokieli on perinteinen graafinen kieli. Se on
yleisin PLC-logiikan ohjelmointikieli. Se kehitettiin muistuttamaan relelogiikkaa.
Kielen käyttöönottopäätös oli strateginen, sillä on onnistuttu huomattavasti
vähentämään relelogiikkaa tuntevien insinöörien uudelleenkoulutustarpeita ja
perehtymiseen tarvittavia menoja. (7.)
 Sequential Function Chart (SFC). Vuokaaviokieli on kehitetty kehittyneille
automaatiojärjestelmille. SFC on samankaltainen kuin toimilohkokaavio, mutta
paljon tehokkaampi. Erona toimilohkokaavioon on, että sen ei tarvitse seurata
yhtä polkua, vaan sillä voi olla samanaikaisia prosesseja. (7.)
 Function Block Diagram (FBD). Toimilohkokaaviokieli on hyvin havainnollinen ja
suoraviivainen. Keskeisenä ajatuksena on, että tietovirta alkaa tulolla, kulkee
lohkon läpi ja tuottaa tuloksen ulostulossa. CODESYS-kirjastoissa on suuri
määrä valmiita toimilohkoja, sekä tarvittaessa voidaan luoda omat lohkot ja
käyttää niitä jatkossa. (7; 8.)
 Structured Text (ST). Rakeenteinen teksti on kehitetty moderniksi
ohjelmointikieliksi. Se on kohtuullisen yksinkertainen kuten Basic- tai Pascal- 
ohjelmointikielet. Valmiiksi määriteltyjen komentojen avulla on mahdollista tehdä
korkeatasoista ja monimutkaista koodia. Aiemmalla C- tai Pascal- 
ohjelmointikokemuksella on hyvin helppo ohjelmoida myös ST:lla. (7.)
 Instruction List (IL). Käskylista, matalatasoinen kieli jonka komennot ovat
assemblerin tyyppisiä. Komennot laitetaan allekkain ja ne suoritetaan yksi
kerrallaan. IL on konekieltä lähellä oleva ohjelmointikieli. (6, s.104)
 Continues Function Chart (CFC). Graafinen kieli joka perustuu FBD-kieleen, sillä
erolla, että toimilohkojen yhdistäminen ja sijoittaminen on vapaa, ja se
mahdollistaa suorat takaisinkytkennät. CFC ei ole standardin IEC 61131-3
mukainen kieli. (8.)
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3 Projekteissa käytetyt ohjelmistot 
3.1 CODESYS-ympäristö 
Projektissa tarvittavat CODESYS-ohjelmistopaketit ovat CODESYS Development 
System, CODESYS Control for Raspberry Pi ja CODESYS Repository Archive for 
SP4Patch5 Version 3.5.4.5 vanhojen ohjelmistoversioiden yhteensopivuusongelmien 
ratkaisemiseksi.    
CODESYS Development System on itsessään ohjelmointi- ja käyttöympäristö. 
Käyttöliittymän vasemmalla reunalla on hierarkkinen projektipuu, jonka avulla voidaan 
navigoida eri osien välillä. Myös uusien laitteiden ja ohjelmien lisääminen onnistuu 
projektipuun omilla työkaluilla.  
Varsinaisen ohjelmointi tapahtuu työtilassa. Valittu osa aukeaa työtilassa muokkausta 
varten. Käyttöliittymän oikealla puolella on dynaaminen tarkasteluikkuna, jonka työkalut 
ja näkymä riippuvat aina valitusta objektista (kuva 3). Ohjelmoinnin helpottamiseksi 
voidaan avata monta työtilaa samanaikaisesti ja navigointi niiden välillä onnistuu työtilan 
välilehtien avulla. 
Kuva 3. FBD-ohjelmaesimerkki. 
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3.2 PuTTY 
PuTTY on SSH- ja telnet-asiakasohjelma. Se on suunniteltu erityisesti Windows- 
pohjaisille koneille muodostamaan yhteyksiä SSH-palvelimen avulla. Se ei vaadi 
asennusta ja on vapaasti ladattavissa kehittäjän sivulta. PuTTY-sovelluksen käytetään 
projektissa Raspberry Pi-koneen käyttöönotossa ja hallinnassa. (9.) 
Tässä työssä PuTTY-ohjelman käyttöä esitetään Raspberry Pi -koneen näkökulmasta. 
Ensisijaisesti Raspberry Pi:ssä SSH serverin täytyy olla aktiivisena. Aktivointi suoritetaan 
RaspeberryPi terminaalin kautta. Seuraavaksi kirjaudutaan sisään koneeseen. Oletus 
kirjautumistunnisteet ovat käyttäjännimi pi ja salasana raspberry. Terminaalissa 
käynnistetään konfigurointisovellus komennolla sudo raspi-config. Sovelluksessa 
siirrytään ssh valikkoon ja valitaan Enable ssh server. Samassa yhteydessä 
terminaalin avulla tarkistetaan Raspberry Pi:n IP-osoite komennolla hostname – I, 
mikäli se ei ole tiedossa. 
Käynnistetään PuTTY, IP osoitteeksi laitetaan hallittavan Raspberry Pi -koneen IP-
osoite, yhteysportiksi jätetään oletuksena olevan portin numero 22. Yhteystyypiksi 
valitaan aiemmin käynnistetty SSH-serveri (kuva 4). 
Kuva 4. PuTTY-näkymä 
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Mikäli ohjelma antaa virheilmoituksen kuten Network error: Connection timed 
out tarkistetaan IP-osoitteen oikeellisuus. Kaikkien tietojen ollessa oikein yhteyden 
muodostuessa ohjelma antaa turvallisuusvaroituksen, joka hyväksytään, jotta voidaan 
muodostaa etäyhteys Raspberry Pi-koneeseen.  
3.3 TWINCAT SYSTEM Manager  
Projektissa käytetään aiemmin käytössä ollutta Beckhoffin BK9000 -väyläadapteria, 
jonka asetukset poikkesivat tehdasasetuksista. Asetusten tarkistamisen työkaluksi 
valittiin TWINCAT System Manager -ohjelmisto, sillä se on oikea työkalu Beckhoffin 
konfigurointiin. Kuvassa 5 näkyy kaikki BK9000:een liitetyt IO-kortit ja niiden osoitteet. 
Samalla asetettiin myös BK9000:n IP-osoite.  
 
Kuva 5. TWINCAT System manager. 
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4 CODESYS-älykotiprojekti 
4.1 Laitteiston kuvaus 
Projektin PLC:na käytetään paneeli-PC:tä mallia Nexcom APPC 1530. Kone on 
varustettu Atom Dual-Core -prosessorilla ja 2 gigatavun keskusmuistilla. Koneen 
käyttöjärjestelmä on Windows ja samanaikaisesti koneessa pyörii CODESYS Control. 
Kosketusnäyttö on 15-tuumainen ja sallii viisi samanaikaista kosketusta, mikä 
mahdollistaa nopean reagoinnin valvomokäytössä. Koneeseen on asennettu CODESYS 
SoftMotion RTE CNC SL versio 3.5.3 (10.) 
Kuva 6. NEXCOM APPC 1530 paneeli-PC (10). 
Kyseisessä projektissä suunniteltiin CODESYS-sovellus käyttämään paneelitietokonetta 
erillisena ns. ”stand-alone”-laitteena virtuaalisen älykodin ohjaamiseen. Ohjelman 
käyttöliittymä suunniteltiin visualisointityökalulla ja räätälöitiin koneen omalle näytölle. 
Sen  lisäksi tehtiin etähallinta mahdolliseksi WebVisu-työkalulla.  
4.2 Koneen käyttöönotto 
Paneeli-PC toimitettiin jo valmiiksi lisensoidun CODESYS Control-ohjelmiston ja 
asennetun käyttöjärjestelmän Windows 7 Embedded kanssa.  
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Käyttöönottovaiheessa tarkistetaan verkkoyhteyden asetukset. Asetetaan IP-osoitteen 
hakuasetukset DHCP-serveriltä tai vaihtoehtoisesti luodaan kiinteä IP-osoite oikeaan 
verkkoavaruuteen. Asetetaan palomuurin asetukset kuntoon, jotta konetta voidaan 
hallita. CODESYS-ohjelmointiympäristön ja paneeli-PC:n välisen yhteyden 
muodostamiseksi avataan UDP-portit 1740–1743, TCP-portit 11740–11745 ja 1217 
Gateway-portti. Näiden toimenpiteiden lisäksi avataan PLC-ohjauspaneeli ja 
määritellään PLC käynnistymään käyttöjärjestelmän käynnistäessä. (11, s. 4.) 
Kuva 7. PLC-ohjauspaneeli 
NEXCOM-paneelikoneessa on vanha ohjelmistoversio V3.5.5.4, joka ei ole täysin 
yhteensopiva uudemman CODESYS V3.5.8.0 version kanssa. Valmistaja aikoo tuottaa 
uudemman ohjelmaversion kyseiselle koneelle, mutta työntekohetkellä uutta ohjelmistoa 
ei vielä ollut. Siitä johtuen projekti joudettiin suorittamaan vanhalla ohjelmistoversiolla 
käyttäen paneeli-PC:stä ladattua kokoonpanotiedostoa. Kuvassa 8 näkyy käytetty 
logiikan ohjelmaversio. 
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Kuva 8. Käytettävä PLC 
Paneeli-PC:ssä olevasta CODESYS Control RTE vanhasta ohjelmistoversiosta johtuen, 
yhteyden muodostamista varten sekä ohjelmistoversioiden konfliktien välttämiseksi 
ohjelmointikoneen ja paneeli-PC:n välille CODESYS Store -verkkokaupasta (vaati 
rekisteröinnin) ladattiin ”CODESYS Repository” -asennuspaketti ympäristöön. Sillä on 
mahdollista saada vanhemmalla ohjelmistoversiolla oleva paneelikone yhdistettyä 
ohjelmointikoneeseen. Yhteydet hallintakoneeseen tehtiin reitittimen kautta niin, että 
reitittimen muistiin laitettiin paneeli-PC:n MAC-osoite ja yhdistettiin se paneeli-PC:n IP-
osoitteeseen. Tällä menetelmällä saatiin paneeli-PC:lle kiinteän IP-osoite kyseiseltä 
reitittimeltä (kuva 9).  
Kuva 9. Reitittimen IP-yhdistysasetukset 
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Yhteyden toimivuus ja ohjelmistoversion yhteensopivuus voidaan testata esimerkiksi 
perusohjelmalla. Luodaan uusi projekti laitteella CODESYS SoftMotion Control RTE V3 
3.5.5.4.0. Luodaan uusi projekti LD-kielellä, ilmoitetaan kaksi boolean muuttajalla ”kytkin 
ja lamppu”. Tehdään visualisointi, johon lisätään kytkin ja lamppu ja yhdistetään 
muuttujat niihin. Siirretään tehty ohjelma logiikkaan ja todetaan se toimivaksi (kuva10).   
Kuva 10. Testiohjelma 
4.3 Ohjelmointi 
Ohjelmaksi suunniteltiin virtuaalisen älytalon ohjaus, jossa on valojen ohjaus, lämpötila- 
ja kosteudenmittaus. Koneessa on tarpeeksi suuri näyttö sijoittamaan kaikki tarvittavat 
toiminnot yhtäaikaisesti seurantanäytölle. Visualisointityökalulla luotiin myös alanäyttö 
säätöjä varten. Ohjelma kokonaisuudessaan suunniteltiin ja rakennettiin kolmella PLC- 
ohjelmointikielellä CFC, SL ja LD.  
Käyttöliittymä suunniteltiin niin, että kaikki toiminnot pystytään ohjamaan joko logiikan 
omasta paneelista tai mistä tahansa samassa aliverkossa sijaitsevasta tietokoneesta tai 
älypuhelimesta. Kyseisen osaprojektin ohjelmalistaus on liite 3:ssa. 
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CODESYS Visu -työkalulla luotiin kuvan 11 mukainen käyttöliittymä ja liitettiin 
toimilaitteet muuttujiin. 
Kuva 11. Älykoti käyttöliittymä. 
4.4 Älykoti-käyttöliittymän käyttöönotto ja testaus 
Luodulla ohjelmalla pystytään ohjaamaan valoja, lämpötilaa ja säätämään kosteutta. 
Sen lisäksi trendinäkymästä voidaan seurata lämpötilan ja kosteuden muutoksia ajan 
funktiona. Jos halutaan käyttää myös WebVisu-työkalua, paneeli-PC:n 
palomuuriasetuksissa avataan TCP-portti 8080. Vaikka koneessa ei ole WebVisu- 
lisenssiä, kyseinen käyttöliittymä voi toimia yhtäjaksoisesti pari tuntia, jonka jälkeen 
joudetaan käynnistämään kone uudelleen, jotta Web-käyttöliittymää voidaan taas 
käyttää. 
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5 CODESYS-liikennevaloprojekti 
5.1 Käytettävä laitteisto 
Tässä osaprojektissa Linux-pohjaista konetta Nise91 suunniteltiin käytettäväksi PLC:n 
liikennevaloille. Valojen käsiohjaus suunniteltiin suoritettavaksi PLC:lle liitetyn 
näyttöpäätteen avulla sekä fyysisen käyttöliittymän välityksellä. Niiden lisäksi jätettiin 
mahdollisuus ohjata käsin WebVisu-käyttöliittymän avulla millä tahansa verkkoon 
kuuluvalla älylaitteella. Suunnitelman mukaisen projektin toteuttamiseksi tarvittiin 
taulukossa 1 mainitut laitteet ja komponentit. 
Taulukko 1. Projektin laitteet ja komponentit 
PLC CODESYS Linux kone Nise91 
verkkolaite 4 portti reititin 
IO-laite 
BK9000 kontrolleri, 1 kpl KL1002, 1 kpl 
KL2012, 1kpl kl2114, ja päätemoduuli 
KL9010) 
Virtalähde Mascot 9120 24V 2A 
Pientarvikkeet 
LED-valot, vastukset, johdot, painonappi, 
liittimet ja kotelot 
5.2 Koneen kuvaus 
CODESYS-Linux-koneena käytetään Din-kiskoon asennettavaksi tarkoitettua Nexcom 
Nise 91 -tietokonetta. Intel Atom 1 GHz prosessorin ja 1Gt keskusmuistin omaava 
tuulettamaton tietokone kuluttaa vain 15 wattia ja on soveltuva hyvin moniin 
käyttötarkoituksiin. Koneessa on VGA-liitin, USB-liittimiä, sarjaportti, yksi CAN-väyläliitin, 
GPI/GPO-liittimet, kaksi erillistä verkkosovitinta ja WIFI-korttivalmius. Koneen 
käyttöjännite on 24 V ja yhteydet muodostetaan reitittimen kautta RJ45-lähiverkkoportin 
avulla(kuva 12). (12.) 
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Kuva 12. Nexcom Nise91 kone (12). 
5.3 Koneen käyttöönotto 
Jälleenmyyjä toimitti koneen valmiiksi asennetulla CODESYS-ohjelmistolla. Koneessa 
on Linux-käyttöjärjestelmä ja VGA-näyttöpääteliitin, joten käyttöönotto onnistuu 
helpoiten käynnistämällä sen tavallisena tietokoneena näppäimistöineen ja 
näyttöpäätteineen. Koneen käyttöjärjestelmänä on Linux Ubuntu ja tarvittaessa 
komennolla sudo startx käynnistetään graafinen käyttöliittymä jossa voidaan 
vaihdetaa IP-asetukset oikeiksi. Palomuurin oletusasetuksia ei tässä vaiheessa ole 
muutettu, sillä ne sallivat projektissa tarvittavia toimintoja. 
5.4 IO-korttien liittäminen 
Tulo/lähtökorttina käytetään Beckhoffin BK9000 väyläadapteria ja siihen liitettyjä tulo- ja 
lähtökortteja (kuva 13): 
 KL1002 tulokortti kahdella digitaalitulolla
 KL2012 lähtökortti kahdella digitaalilähdöllä
 KL2114 lähtökortti neljällä digitaalilähdöllä
 BK9010 väyläpääte
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 Virtalähteenä käytetään toimivaksi ja luotettavaksi todettua Mascotin 24 voltin 
virtalähdettä. (13; 14.) 
 
 
Kuva 13. BK9000-väyläadapteri ja IO-kortit 
5.5 Kytkentä 
Seuraavaksi suunniteltiin kytkentäkuva (Liite 1) ja yhdistettiin komponentit kyseisen 
kytkentäkuvan mukaisesti. Reitittimeen kytkettiin hallintatietokoneen lisäksi Nise91-kone 
ja BK9000-väyläadapteri.  
Valolähteinä käytetään tavallisia 5 mm:n ledejä, joiden nimellisvirta on 20 mA. 
Virranrajoitustarkasteluissa on hyvä käyttää arvoa 15 mA ledien toiminta-ajan 
pidentämiseksi.  
Ledien virtalähteinä käytetään KL2012- ja KL2114-korttien digitaalisia lähtöjä. Näissä 
kortteissa lähtöjen maksimivirrat ovat 0,5 A mikä riittää hyvin ledien virtalähteeksi. 
Kyseisissä IO-korteissa käyttöjännite ja ulostulojännite ovat 24 voltin DC jännite ja niin 
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ollen ledit tarvitsevat etuvastukset virran rajoittamiseksi. Ledien kynnysjännitteet näkyvät 
taulukossa 2. 
Taulukko 2. Ledien kynnysjännitteet (15). 
Ledin väri Kynnysjännite 
Punainen 2,0 V – 2,5 V 
Keltainen 2,1 V – 2,5 V 
Vihreä 2,0 V – 2,5 V 
Etuvastusten arvot tarkastellaan alimman kynnysjännitteen mukaan: 
𝑅𝑙𝑒𝑑 =
(𝑈𝑘𝑜𝑘−𝑈𝑙𝑒𝑑)
𝐼𝑘𝑜𝑘
=
(24 V−2,0 V)
0,015 A
= 1493 Ω (1) 
  Rled on ledin etuvastuksen arvo 
  Ukok on kokonaisjännite 
  Uled on ledin kynnysjännite 
  Ikok on kokonaisvirta. 
Tarkasteluista päätellen tässä voi käyttää E12-sarjaan 1,5 kΩ:n etuvastuksia kaikille 
ledeille, sillä kokonaisvirraksi tulee: 
𝐼𝑘𝑜𝑘 =
𝑈𝑅
𝑅𝑅
=
22 V
1500 Ω 
= 0,0146 𝐴 (2) 
  Ikok on kokonaisvirta 
  UR on vastuksen yli vaikuttava jännite 
  RR on vastuksen resistanssi. 
On myös laskettava vastusten tehohäviöt jotta voi valita oikeaan tehonkestoluokkaan 
kuuluvan komponentin: 
𝑃𝑅 = 𝑈𝑅 × 𝐼 = 22 V × 0,015 A = 0,33 𝑊 (3) 
  PR on vastuksen tehokulutus 
  UR on vastuksen yli vaikuttava jännite 
  I on kytkennän virta 
Tarkastuksen mukaan vastuksen tehohäviö olisi 0,33 wattia, joten virranrajoitukseen 
valitaan E12-sarjaan 0,5 watin vastukset. Kuvassa 14 näkyy toteutettu ledien kytkentä. 
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Kuva 14. Toteutettu ledien kytkentäkotelo ja koko laitteisto koottuna. 
5.6 Ohjelmointi 
Tässä projektissa ohjelmointi aloitettiin ST-kielellä ja ohjelman rungoksi valittiin 
sekvenssikaavio (SFC). ST-kieli on suunniteltu erityisesti teollisuusautomaatioon, mutta 
käytetään myös laajasti muualla sen suoraviivaisuuden ja selkeyden johdosta. 
Ohjelma suunniteltiin SFC-, LD-, ja ST-kielillä. Näin saatiin yksinkertainen ja helposti 
luettavissa oleva kokoonpano, jossa näkyy suoraviivaisesti ohjelman rakenne ja 
suoritettavat toiminnot. Myös ohjelman suuretkin muutokset saatiin toteutettua lähes 
virheettömästi. 
Sekvenssikielellä voidaan aina helposti seurata ohjelman kulkua. Ohjelma suoritetaan 
aina askel kerrallaan, ja vasta edellisen askelen lopulla loppuun ohjelma siirtyy 
seuraavaan askeleeseen (kuva 15). Tässä ohjelmassa on myös vaihtoehtoisia haaroja 
ja riippuen ehtoissa olevaa muuttujan tilasta ohjelma valitsee suoritettavan haaran. 
Kokonainen ohjelma löytyy tämän työn liitteestä. (Liite 2) 
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Kuva 15. Liikennevalojen sekvenssikaavion alkuosa 
Yhteys logiikan ja BK9000 välille muodostettiin Modbus TCP -väylän välityksellä, joka on 
ainut tässä ohjelmistokokonpanossa olevaa yhteensopiva protokolla kummallekin 
laitteelle.  
Projektipuuhun lisättiin kuvanmukaiset laitteet (kuva 16). Tässä kokoonpanossa 
Ethernet-laitteelle asetetiin hallintakoneen IP-osoite, maski ja yhdyskäytäväksi reitittimen 
IP-osoite. Tulee huomioida myös se, että tuloille ja lähdöille tehdään oma orjalaite ja 
kummallekin omat ID-tunnukset. (8,14.) 
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Kuva 16. Modbus-laitteistokokoonpano 
Jotta väyläyhteys saatiin katkeamattomaksi, laitteisto konfiguroitiin kuten liitteestä 2 käy 
ilmi.  
5.7 Liikennevalon käyttöönotto ja testaus 
Ohjelman saatiin siirrettyä koneelle suunnitelman mukaisesti, mutta testauksessa ilmeni 
pari ongelmaa, joista ei löydetty lisätietoja. Toisena ongelmana oli BK9000:n erikoinen 
ominaisuus: kyseinen kortti vaatii sähköistä uudelleenkäynnistämistä aina 
ohjelmamuutoksia tehtäessä, ellei muutoksia tehdä pysäyttämättä logiikkaa.  
Sähköistä uudelleenkäynnistämistä varten laitekotelon kylkeen lisättiin virtakytkin. 
Lisäksi tutkittiin koneen oman käyttöliittymän toimimattomuutta ja päädyttiin 
suorittamaan suunniteltua suurempia muutoksia käyttöjärjestelmään.  
Vanha Linux-versio Ubuntu 12.04 päivitettiin versioon 14.04, joka on hieman raskas 
kyseiselle koneelle. Päivityksen jälkeen siirryttiin kevyempään työpöytäsovellukseen 
Lubuntu Linuxin sisältävään LXDE:heen. Yllä mainittujen toimenpiteiden jälkeen 
asennettiin COSESYS Control -paketti uudelleen. Uudella käyttöjärjestelmäversiolla 
Ubuntu 14.04 saatiin koneen oman käyttöliittymän toimimaan suunnitelmanmukaisesti. 
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Kuva 17.   Liikennevalot-käyttöliittymä 
Ohjelman käyttöliittymä tehtiin Linux koneen omalle näytölle. Koneessa on itsessään 
VGA-liitin, jolla näyttöpääte yhdistettiin. Myös ohjelmointikoneesta voidaan 
reaaliaikaisesti seurata logiikan toimintoja. Käyttöliittymä ohjelmointikoneen näytössä on 
esitetty kuvassa 17. 
Ohjelma käynnistetään Power-kytkimellä, jolloin kaikkien valojen keltainen lamppu alkaa 
vilkkua. Seuraavaksi liikennevalojen normaalitoiminta käynnistetään AUTO-kytkimellä. 
Moottoriajoneuvoille tarkoitetut valot toimivat normaalisti, kunnes kutsutaan 
jalankulkijoille vihreä valo. Ohjelma sellaisenaan ei sovellu tieliikennevalojen ohjaukseen 
liian lyhyiden valojenvaihtoviiveiden johdosta. 
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6 CODESYS Delta-robottiprojekti 
6.1 Ohjauskonen kuvaus 
Raspberry Pi B+ on päivitetty versio suositusta yhden piirilevyn tietokoneesta Raspberry 
Pi. Malli B+ on hiukan tehokkaampi kuin edeltäjänsä. Tietokoneessa on prosessori 
ARM11 Broadcom BCM2835 kellotaajuudella 700 MHz. Prosessoriin on sijoitettu 512 
megatavun keskusmuisti teknologialla ”package-on-package”. Koneessa on myös 
näyttöohjainpiiri OpenGL-tuella, HDMI-näyttöpääteliitin, USB-liittimiä, Ethernet-adapteri 
ja RJ45-liitin. GPIO-pinnejä on 40 kappaletta, mutta niitä ei voi suoraan käyttää 
moottoriohjaukseen hyvin alhaisten ulostulovirtojen takia. (16.) 
Kuva 18. Raspberry Pi B+, GPIO (16). 
Tässä yhden piirilevyn tietokoneessa on tarpeeksi tehoa hyvin monimutkaisillekin 
sovelluksille. Raspberry Pi:n monipuolisien liityntöjen ansiosta ja varsinkin I2C-väylän 
avulla voidaan Adafruit Servo/PWM-korteilla laajentaa IO:ta lähes rajattomasti. (17.) 
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Kuva 19. Servo/PWM kortti (18). 
Servolaajennuskortissa (kuva 19) on 16 erillistä ulostuloa, joista kyseisessä projektissa 
otetaan käyttöön vain kolme ensimmäistä osoitteissa 0, 1 ja 2. Kortti vaatii oman 
virransyötön ja C2-paikalle asennetaan elektrolyyttikondensaattori. Kondensaattorin 
kapasitanssi lasketaan sillä periaatteella, että jokainen servomoottori tarvitsee vähintään 
100 µF kondensaattorin. Projektissa käytetään kolmea servomoottoria ja sen vuoksi 
asennetaan 320 µF elektrolyyttikondensaattori. Koska projektissa käytetään vain yhtä 
servokorttia, sen I2C- osoitteiksi jätetään oletuksena oleva A0. (18, s.7-8.) 
6.2 Koneen käyttöönotto 
Jälleenmyyjä toimitti CODESYS Runtime -lisenssillä olevan Raspberry Pi -koneen, mutta 
vanhalla ohjelmistoversiolla.  
Jos halutaan saada Raspberry Pi:n ohjelmistoversio ajan tasalle, käynnistetään 
CODESYS ja valitaan päävalikosta Tools ja Update Raspberry Pi. Annetaan 
käyttäjänimi ja salasana, oletuksena pi ja raspberry. Verkko-kenttään annetaan 
Raspberry Pi:n IP-osoite (kuva 20). Ellei Raspberry Pi:n IP-osoite ei ole tiedossa, laitteen 
IP-osoite voidaan saada näkyviin CODESYS-päivityssovelluksen omalla skannerilla. 
Päivityksen jälkeen laite käynnistetään uudelleen ja se on valmis käytettäväksi 
tietokoneessa asennetussa CODESYS-ympäristössä.  
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Kuva 20. Raspberry Pi päivitys 
Uuden ja tyhjän Raspberry Pi:n käyttöönotto ja CODESYS-ympäristöön liittyminen on 
selitetty asennuspakettiin kuuluvassa dokumentissa CODESYS Control for Raspberry Pi 
SL. (19.) 
6.3 Projektin suunnittelu ja rakentaminen 
Delta-robotin ohjausprojektissa suunniteltiin ja toteutettiin Delta-robotin prototyyppi, 
jonka avulla testattiin CODESYS-ympäristössä luotu ohjelma.  
Työn suunnitteluvaiheessa päädyttiin rakentamaan rinnakkaisrakenteinen Delta-robotti 
käyttäen edullisia osia. Robotin suunnittelupohjana käytettiin Trossenrobotics:n 
sivustolta löydettyä verkkodokumenttia. (20.) 
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Kuva 21. Rinnakkaisrakenteinen robotti (20). 
Komponenttien valinta aloitetiin moottoreista, sillä ne asettavat vaatimuksia muille osille. 
Alhaisen hintasegmentin moottoreiden valinnanvara on hyvin suppea ja valinta kohdistui 
TowerPro MG996R-moottorityyppiin. 
Kuva 22. Servomoottori (21). 
Kyseisellä mallilla on kohtuullisen suuri momentti ja kestävä rakenne, sekä moottoreiden 
hammaspyörät ovat metallia.  
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Moottoreiden momentti on noin 10 kg/cm, joten moottori pystyy pitämään yhden kilon 
hyötykuormaa kymmenen senttimetrin varrella. (21.)  
Robotti suunniteltiin 10 cm pituisilla varsilla (Kuva 21, osa 4), jolloin liikkuvien 
komponenttien yhteispainoksipainoksi asetettiin maksimiraja 20 prosentin 
varmuuskertoimella 800 grammaa. Sen mukaan valittiin tarvittavat liikkuvat komponentit, 
kuten kierretangot, mutterit, nivelet, laakerit ja työkalulevy.  
Delta-robotin moottoriohjaus suunniteltiin tehtäväksi Servo/PWM -laajennuskortin 
välityksellä, siihen tarkoitukseen hankittiin Adafruit Servo/PWM -laajennuskortti. 
Projektia varten hankittiin suoraan Raspberry Pi -koneeseen liitettävä HD-kamera.  
Kun mekaaniset osat oli koottu ja ennen moottoreiden asentamista testattiin 
moottoreiden toimivuus kuvan 23 mukaisilla servotestereillä. Testauksen yhteydessä 
kortin avulla paikannettiin moottoreiden 0-asento varsien oikeaan kulmaan asentamista 
varten. Kasattu Delta-robotin kokoonpano esitetty kuvassa 23. 
 
Kuva 23. Servotesteri 
Servomoottorit asennettiin muovilevylle 120 astetta toisiinsa nähden ja kytkettiin PWM-
kortin lähtöihin 0, 1 ja 2. PWM-kortti liitettiin Raspberry Pi:n liitäntään. Servomoottoreiden 
yhtäaikainen virrankäyttö on maksimissa 2700 mA, mutta Raspberry Pi:n omista 
ulostuloista pystyy syöttämään maksimissaan 50 mA (21, s.2). Ongelma ratkaistiin 
lisäämällä PWM-kortille omaa virransyöttöä viiden voltin DC-jännitteellä ja 
tehonkestoltaan kolme ampeeria. (16.) 
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Kuva 24. Delta-robotin prototyyppi 
6.4 Delta-robotin moottoriohjaus 
Delta-robotin moottoriohjauksessa ohjelmana käytetään itse tehtyä perusohjelmaa. 
Tässä työssä panostettiin erityisesti käyttöönottoon, yhteyksien luomiseen ja yleensä 
ottaen kokonpanoon toimivuuteen. Ohjelman rakenne tehtiin sellaiseksi, johon voidaan 
myöhemmässä vaiheessa lisätä haluttuja toimintoja kuten esimerkiksi CNC- tai 
manipulaattoriohjaus.  
6.5 Ohjelmointi 
Ohjelman runko suunniteltiin SFC-kielellä ja aliohjelmissa käytetään CFC-kielen lisäksi 
ST-kieltä. Ohjelma luotiin eri aliohjelmista ja funktioista yhdistämällä niitä 
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pääohjelmassa, sillä se mahdollisti erilaisen ohjelmamuutosten ja lisäyksien tekemiseen. 
Valmis ohjelma on liitteessä 4. 
6.6 Delta-robotin käyttöönotto ja testaus 
Luodulla käyttöliittymällä Delta-robottia voidaan ajaa ja tarkistaa robotin asento 
visualisoinnin ja kameran avulla. Moottoreiden liikuttaminen tapahtuu lähes 
reaaliaikaisesti muuttamalla halutun moottorin asetuskulmaa. Mahdolliset asetuskulmat 
ovat nolla asennosta molempiin suuntiin 60 astetta. Moottoreiden liikkumisnopeutta 
voidaan myös säätää portaattomasti.  
Kuva 25. Delta-robotin käyttöliittymä 
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7 Pohdinta ja yhteenveto 
Tämä opinnäytetyö tehtiin Metropolian Ammattikorkeakoulun automaatiotekniikan 
laboratorioon CODESYS-ohjelmistoon pohjautuvana oppimisympäristönä, 
monipuolistamaan opiskelijoiden käyttökokemusta moderneista ohjaustekniikoista. 
Kasvavan automatisoinnin ansiosta perusautomaation ohjelmointi- ja huoltotarpeet 
heijastuvat jo todella moniin ammattialueisiin ja kyseisen työn ansiosta opiskelijoille 
syntyvä osaaminen voi olla hyödyllinen työelämässä. 
Logiikkaohjaukset toteutettiin kolmella eri logiikalla panostaen käyttöönottoon ja 
ohjelmointiin. Työssä perehdyttiin hyvin laajasti CODESYS ohjelmointi- ja 
ohjausympäristöön. Työn tuloksena saatiin CODESYS-oppimisympäristö erilaisilla 
logiikoilla kuten Nexcomin koneilla Nise91 ja APPC1530 ja minitietokoneella Raspberry 
Pi. 
Työn suurimpina haasteina olivat laitteistodokumenttien puutteet sekä hyvin erilaiset 
logiikoiden käyttöönotto- ja käyttötavat. Myös ohjelmistoversioiden sopivuus tuotti omia 
haasteita. Kun ohjelmakokonaisuus tehtiin muutamalla eri ohjelmointikielellä, se on 
vaatinut tekijältä myös niiden kielien osaamista ja syvempää perehtymistä. Omiin 
ohjelmiin jouduttiin liittämään juuri oikeanlaiset kirjastot ja oikeanlaisilla 
ohjelmistoversiolla yhteensopivuusongelmien estämiseksi. Yhteyden muodostamiseksi 
CODESYS-ympäristöön jouduttiin lataamaan logiikan laitekohtainen 
kokoonpanotiedosto. Myös Linuxin päivitys ja hienosäätö NISE91-koneen 
nopeuttamiseksi on vienyt runsaasti projektiin varattua aikaa. 
Mielestäni työn tavoitteet täyttyivät hyvin lukuun ottamatta Delta-robotin hieman 
keskeneräistä ohjelmaa. Opiskelijoille saatiin työkalu CODESYS-ympäristön oppimista 
varten. Sen lisäksi monipuolisten liitäntöjen ansiosta enemmän asiasta kiinnostuneille 
opiskelijoille on avoin alustan jatkokehitystä ja tutkimusta varten.  
Laitteistoja on mahdollista jatkokehittää monipuolisesti. Muun muassa paneeli-PC 
voidaan yhdistää Metropolian laboratoriossa olevaan Produal-tiedonkeruujärjestelmään 
ja mahdollisesti myös pilvipalveluun, tai ottaen huomion koneessa olevan CNC-lisenssin 
se voidaan suunnitella ohjamaan laboratoriossa olevaa harjoituslaitteistoa. Delta-robotin 
ohjelmaan voidaan lisätä manipulaattorin avulla suoritettavia ohjauksia sekä suunnitella 
ja toteuttaa CNC:lla liikkeenohjaussovellus.  
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1   Device: Device
Users and Groups
Users:
Groups:
Access Rights
View
Modify
Execute
Add/remove children
Information
Name: CODESYS Control x86 Nexcom target
Vendor: 3S - Smart Software Solutions GmbH
Categories: SoftMotion PLCs
Type: 4102
ID: 111f 0002
Version: 3.5.4.20
Order number:  ???
Description: CODESYS Soft-PLC for Nexcom target with non realtime capabilities (CODESYS Control x86 Nexcom
target)
1.1   PLC Logic: Plc Logic
1.1.1   Application: Application
1.1.1.1   POU: POU
1 PROGRAM POU
2 VAR
3
4 Step1 : SFCStepType ;
5 Step2 : SFCStepType ;
6 Step3 : SFCStepType ;
7 Step4 : SFCStepType ;
8 Step5 : SFCStepType ;
9 Step6 : SFCStepType ;
10 Step7 : SFCStepType ;
11 Step8 : SFCStepType ;
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12 Step9 : SFCStepType ;
13 Step10 : SFCStepType ;
14 Step13 : SFCStepType ;
15 Step14 : SFCStepType ;
16 Step15 : SFCStepType ;
17 Step17 : SFCStepType ;
18 Step19 : SFCStepType ;
19 Startx : BOOL ;
20 IN1 : BOOL := TRUE ; // Reaalisovelluksessa on oltava False
21 Call1 : BOOL ;
22 T2 : BOOL ;
23 T1s : TIME ;
24 T1 : BOOL ;
25 TON_1 : TON ;
26 TON_2 : TON ;
27 OUT : BOOL ;
28 Start : BOOL := TRUE ; // Reaalisovelluksessa on oltava False
29 TON_3 : TON ;
30 T3 : BOOL ;
31 TON_4 : TON ;
32 T4 : BOOL ;
33 GreenBlink : BOOL ;
34
35 button1 : BOOL ;
36 Yell1 : BOOL ;
37 Yell2 : BOOL ;
38
39 TON_5 : TON ;
40 T5 : BOOL ;
41 TON_6 : TON ;
42 T6 : BOOL ;
43
44 T8 : BOOL ;
45 TON_7 : TON ;
46 T7 : BOOL ;
47 TON_8 : TON ;
48
49 RS_0 : RS ;
50 Temp : BOOL ;
51 SR_0 : SR ;
52 END_VAR
53
54 VAR_OUTPUT
55 Green1 : BOOL ;
56 Green2 : BOOL ;
57 Red1 : BOOL ;
58 Red2 : BOOL ;
59
60 Green3 : BOOL ;
61 Red3 : BOOL ;
62
63 Gr2 : BOOL ;
64 Gr1 : BOOL ;
65
66 END_VAR
67
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68
69
70
Init
True
Step18
Start=False Start=True
Step1
Step1.t >T#3s
Step10
Step10.t>T#1s
Step2
Step2.t>T#5s
Step5
Step5.t>T#3s
Step3
Step3.t>T#2S
Step6
Step6.t>T#1s
Step4
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Step4.t>T#2s
Step14
POU_1.Call=False POU_1.Call=True
Step15
Step15.t>T#5s
Step17
Step17.t>T#2s
Step16
True
Step8
Step7
Step7.t>T#5s
Step8
Step8.t>T#2s
Step9
Step9.t>T#1s
Init
Step0
True
Step18
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1.1.1.1.1   Action: Init_active
1 Red1 := TRUE ;
2 Red2 := TRUE ;
3 Green1 := FALSE ;
4 Green2 := FALSE ;
5 Yell1 := FALSE ;
6 Yell2 := FALSE ;
7 RED3 := FALSE ;
8 Green3 := FALSE ;
9
10
1.1.1.1.2   Action: Init_active_0
1 Yell1 := FALSE ;
2 Yell2 := FALSE ;
3 Green1 := FALSE ;
4 Green2 := FALSE ;
5 Green3 := FALSE ;
6 Red1 := FALSE ;
7 Red2 := FALSE ;
8 Red3 := FALSE ;
9
1.1.1.1.3   Action: Step0_Blinking_Yellow
1
2
TON
Q
ET
IN
PT
/
T1
TON_1
IN1 T2
T#1s
3
TON
Q
ET
IN
PT
T2
TON_2
T1
T#1s
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4
T1 Yell1
Yell2
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1.1.1.1.4   Action: Step10_active
1 Yell1 := TRUE ;
2 Yell2 := FALSE ;
3 Green1 := FALSE ;
4 Green2 := FALSE ;
5 Red1 := TRUE ;
6 Red2 := TRUE ;
7 Red3 := TRUE ;
8
1.1.1.1.5   Action: Step11_active
1 Yell1 := FALSE ;
2 Yell2 := FALSE ;
3 Green1 := FALSE ;
4 Green2 := FALSE ;
5 Green3 := FALSE ;
6 Red1 := FALSE ;
7 Red2 := FALSE ;
8 Red3 := FALSE ;
9
1.1.1.1.6   Action: Step12_active
1 Yell1 := FALSE ;
2 Yell2 := FALSE ;
3 Green1 := FALSE ;
4 Green2 := FALSE ;
5 Green3 := FALSE ;
6 Red1 := FALSE ;
7 Red2 := FALSE ;
8 Red3 := FALSE ;
9
1.1.1.1.7   Action: Step15_active
1 Yell1 := FALSE ;
2 Yell2 := FALSE ;
3 Green1 := FALSE ;
4 Green2 := TRUE ;
5 Green3 := TRUE ;
6 Red1 := TRUE ;
7 Red2 := FALSE ;
8 Red3 := FALSE ;
9 POU_1 . Stop := True ;
10
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1.1.1.1.8   Action: Step16_active
1 POU_1 . Stop := False ;
2
1.1.1.1.9   Action: Step17_active
1
TON
Q
ET
IN
PT
/
T7
TON_7
T8
T#300ms
2
TON
Q
ET
IN
PT
T8
TON_8
T7
T#300ms
3
Green3T7
4
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1.1.1.1.10   Action: Step18_active
1 Startx := POU . Start ;
2
1.1.1.1.11   Action: Step19_active
1
SR
Q1SET1
RESET/
Temp
SR_0
button1
Call1
2
Call1Temp
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1.1.1.1.12   Action: Step1_active
1 Yell1 := FALSE ;
2 Yell2 := FALSE ;
3 Green1 := FALSE ;
4 Green2 := FALSE ;
5 Green1 := FALSE ;
6 Red1 := TRUE ;
7 Red2 := TRUE ;
8 Red3 := TRUE ;
9
10
1.1.1.1.13   Action: Step20_active
1 POU_1 . Stop := False ;
2
1.1.1.1.14   Action: Step2_active
1 Yell1 := FALSE ;
2 Yell2 := FALSE ;
3 Green1 := TRUE ;
4 Green2 := FALSE ;
5 Green3 := FALSE ;
6 Red1 := FALSE ;
7 Red2 := TRUE ;
8 Red3 := TRUE ;
9
1.1.1.1.15   Action: Step3_active
1 Yell1 := TRUE ;
2 Yell2 := FALSE ;
3 Green1 := FALSE ;
4 Green2 := FALSE ;
5 Green3 := FALSE ;
6 Red1 := FALSE ;
7 Red2 := TRUE ;
8 Red3 := TRUE ;
9
1.1.1.1.16   Action: Step4_active
1 Yell1 := FALSE ;
2 Yell2 := TRUE ;
3 Green1 := FALSE ;
4 Green2 := FALSE ;
5 Green3 := FALSE ;
6 Red1 := TRUE ;
7 Red2 := TRUE ;
8 Red3 := TRUE ;
9
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1.1.1.1.17   Action: Step5_active
1
2
TON
Q
ET
IN
PT
/
T3
TON_3
T4
T#300ms
3
TON
Q
ET
IN
PT
T4
TON_4
T3
T#300ms
4
Green1T3
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1.1.1.1.18   Action: Step6_active
1 Yell1 := FALSE ;
2 Yell2 := FALSE ;
3 Green1 := FALSE ;
4 Green2 := FALSE ;
5 Green3 := FALSE ;
6 Red1 := TRUE ;
7 Red2 := TRUE ;
8 Red3 := TRUE ;
9
1.1.1.1.19   Action: Step7_active
1 Yell1 := FALSE ;
2 Yell2 := FALSE ;
3 Green1 := FALSE ;
4 Green2 := TRUE ;
5 Green3 := FALSE ;
6 Red1 := TRUE ;
7 Red2 := FALSE ;
8 Red3 := TRUE ;
9
1.1.1.1.20   Action: Step8_active
1
TON
Q
ET
IN
PT
/
T5
TON_5
T6
T#300ms
2
TON
Q
ET
IN
PT
T6
TON_6
T5
T#300ms
3
Green2T5
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1.1.1.1.21   Action: Step9_active
1 Yell1 := FALSE ;
2 Yell2 := TRUE ;
3 Green1 := FALSE ;
4 Green2 := FALSE ;
5 Green3 := FALSE ;
6 Red1 := TRUE ;
7 Red2 := FALSE ;
8 Red3 := TRUE ;
9
1.1.1.2   POU: POU_1
1 PROGRAM POU_1
2 VAR
3
4 Nappi : BOOL ;
5 Temp1 : BOOL ;
6
7 Call : BOOL ;
8 Sc_Nappi : BOOL ;
9 END_VAR
10 VAR_INPUT
11 Stop : BOOL ;
12 END_VAR
13
1
/
Temp1Nappi
Sc_Nappi
Temp1
Stop
2
CallTemp1
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1.1.1.3   Task Configuration: Task Configuration
Max. number of tasks: 100
Max. number of cyclic tasks: 100
Max. number of freewheeling tasks: 100
Max. number of event tasks: 100
Max. number of status tasks: 100
System Events:
1.2   Connector: SoftMotion General Axis Pool
1.3   Device: Ethernet
Ethernet Device Parameters
Parameters:
Name: Type: Value: Default Value: Unit: Description:
IPAddress ARRAY[0..3] OF  
BYTE
[192,168,1,2] [192, 168, 0, 1] Configure IP Address  
of the Controller on  
the EtherNet bus (IP).
SubnetMask ARRAY[0..3] OF  
BYTE
[255,255,255,0] [255, 255, 255, 0] Configure IP Address  
of the Controller on  
the EtherNet bus  
(Mask).
GatewayAddress ARRAY[0..3] OF  
BYTE
[192,168,1,1] [0, 0, 0, 0] Configure IP Address  
of the Controller on  
the EtherNet bus  
(Gateway).
TransferRate BYTE 0 0 Configure Bus speed  
of the EtherNet.
IPConfigMode BYTE 1 1 Configure the method
this device uses for  
obtaining an IP  
address.
DeviceName STRING 'myDevice' 'myDevice' Configure the  
Network-/Device-  
Name, e.g. for DHCP  
addressing Use case.
WebServer BOOL true true Configure activation  
of WEB server
MACAddress ARRAY[0..5] OF  
BYTE
[16#0, 16#0, 16#0,
16#0, 16#0, 16#0]
[16#0, 16#0, 16#0,
16#0, 16#0, 16#0]
MAC Address
NetworkInterfaceNam
e
STRING 'Local Area  
Connection'
'' Configure Name of  
Network Interface
EtherNetProtocol BYTE 0 0 Configure EtherNet  
Protocol (Ethernet2 or
802.3 frames)
IPAddress ARRAY[0..3] OF  
BYTE
[192, 168, 0, 1] [192, 168, 0, 1] Actual IP Address of  
the Controller on the  
EtherNet bus (IP).
SubnetMask ARRAY[0..3] OF  
BYTE
[255, 255, 255, 0] [255, 255, 255, 0] Actual IP Address of  
the Controller on the  
EtherNet bus (Mask).
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GatewayAddress ARRAY[0..3] OF  
BYTE
[0, 0, 0, 0] [0, 0, 0, 0] Actual IP Address of  
the Controller on the  
EtherNet bus  
(Gateway).
TransferRate BYTE 0 0 Actual Bus speed of  
the EtherNet.
IPConfigMode BYTE 1 1 Actual method this  
device uses for  
obtaining an IP  
address.
DeviceName STRING 'my Device' 'my Device' Actual Network
-/Device- Name, e.g.  
for DHCP addressing  
Use case.
WebServer BOOL true true Actual activation state  
of WEB server
NetworkStatus BYTE 1 1 Actual network status.
ModuleStatus BYTE 1 1 Actual module status.
MACAddress ARRAY[0..5] OF  
BYTE
[16#0, 16#0, 16#0,
16#0, 16#0, 16#0]
[16#0, 16#0, 16#0,
16#0, 16#0, 16#0]
Actual MAC Address.
NetworkInterfaceNam
e
STRING 'ether 0' 'ether 0' Actual Name of  
Network Interface
EtherNetProtocol BYTE 0 0 Actual configured  
EtherNet Protocol
Information
Name: Ethernet
Vendor: 3S - Smart Software Solutions GmbH
Categories: Ethernet Adapter, Ethernet Adapter
Type: 110
ID: 0000 0002
Version: 3.5.6.0
Order number:  -
Description: Ethernet Link.
1.3.1   Device: Modbus_TCP_Master
ModbusTCPMaster Parameters
Parameters:
Name: Type: Value: Default Value: Unit: Description:
ExtendedChannelConfig BOOL true true Use the new Channel-Config format
OptimizationOn BOOL TRUE TRUE the driver optimizes the io update
Socket Timeout UDINT 200 10 Socket Timeout in miliseconds
ResponseTimeOut UDINT 1000 1000 Response time in milliseconds
AutoReconnect BOOL TRUE FALSE auto-confirm error and re-establish TCP connection
ModbusTCPMaster I/O Mapping
IEC objects:
Variable: Type:
Modbus_TCP_Master IoDrvModbusTCP
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Information
Name: Modbus TCP Master
Vendor: 3S - Smart Software Solutions GmbH
Categories: Modbus TCP Master
Type: 88
ID: 0000 0003
Version: 3.5.8.0
Order number:  -
Description: A device that works as a Modbus Master on Ethernet.
1.3.1.1   Device: Modbus_TCP_Slave
ModbusTCPSlave Parameters
Parameters:
Name: Type: Value: Default Value: Unit: Description:
NewChannelConfig BOOL true true Use the new Channel-
Config format
Unit-ID USINT 1 0 Unit-ID of the Device
ResponseTimeout DWORD 1000 1000 Maximum time for a  
Slave to respond in ms
IPAddress ARRAY[0..3] OF BYTE [192, 168, 1, 12] [192, 168, 0, 1] Configure IP Address of
TCP SLave.
Port UINT 502 502 Port where the slave is  
listening
Channel 0 ChannelConfig
      Function Code UINT 4
      Read Offset UINT 16#0000
      Read Length UINT 1
      Write Offset UINT 0
      Write Length UINT 0
      Trigger USINT 5
      Cycle Time DWORD 200
      Error Handling BOOL true
EnableRegisterBitMappin
g
BOOL
ConfigVersion UDINT 16#03050300 16#03050300
ModbusTCPSlave I/O Mapping
Input Parameters:
Mapping: Channel: Type: Address: Unit: Description:
Application.POU_1.Nappi Bit0 BOOL
IEC objects:
Variable: Type:
Modbus_TCP_Slave ModbusTCPSlave
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Information
Name: Modbus TCP Slave
Vendor: 3S - Smart Software Solutions GmbH
Categories: Modbus TCP Slave
Type: 89
ID: 0000 0005
Version: 3.5.7.0
Order number:  -
Description: A generic Modbus device that is configured as Slave for a Modbus TCP Master.
1.3.1.2   Device: Modbus_TCP_Slave_1
ModbusTCPSlave Parameters
Parameters:
Name: Type: Value: Default Value: Unit: Description:
NewChannelConfig BOOL true true Use the new Channel-
Config format
Unit-ID USINT 3 0 Unit-ID of the Device
ResponseTimeout DWORD 1000 1000 Maximum time for a  
Slave to respond in ms
IPAddress ARRAY[0..3] OF BYTE [192, 168, 1, 12] [192, 168, 0, 1] Configure IP Address of
TCP SLave.
Port UINT 502 502 Port where the slave is  
listening
Channel 1 ChannelConfig
      Function Code UINT 6
      Read Offset UINT 0
      Read Length UINT 0
      Write Offset UINT 16#0800
      Write Length UINT 1
      Trigger USINT 5
      Cycle Time DWORD 200
      Error Handling BOOL true
EnableRegisterBitMappin
g
BOOL
ConfigVersion UDINT 16#03050300 16#03050300
ModbusTCPSlave I/O Mapping
Output Parameters:
Mapping: Channel: Type: Address: Unit: Description:
Application.POU.Green3 Bit0 BOOL
Application.POU.Red3 Bit1 BOOL
Application.POU.Green1 Bit2 BOOL
Application.POU.Yell1 Bit3 BOOL
Application.POU.Red1 Bit4 BOOL
IEC objects:
Variable: Type:
Modbus_TCP_Slave_1 ModbusTCPSlave
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Information
Name: Modbus TCP Slave
Vendor: 3S - Smart Software Solutions GmbH
Categories: Modbus TCP Slave
Type: 89
ID: 0000 0005
Version: 3.5.7.0
Order number:  -
Description: A generic Modbus device that is configured as Slave for a Modbus TCP Master.
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1   POU: PLC
1 PROGRAM PLC
2 VAR
3
4 Temp_Hyst : REAL := 5 ; //Normaalioloissa arvo voi olla suurempi
5 // Humidity: REAL;
6 Lamm_Tila : WSTRING ;
7 Q : BOOL ;
8
9
10 END_VAR
11
1
2 IF POU . Mitattu_Lampo >= ( POU . Asetus_Lampo + 1 ) THEN Q := FALSE ;
3 ELSE Q := TRUE ;
4 END_IF ;
5
6
7 IF POU . Mitattu_Lampo < ( POU . Asetus_Lampo - Temp_Hyst ) THEN Q := TRUE ;
8 ELSE Q := FALSE ;
9 END_IF ;
10
11
12 IF Q = TRUE THEN Lamm_Tila := "Lämmitys PÄÄLLÄ" ;
13 ELSE Lamm_Tila := "Lämmitys POIS" ;
14 END_IF ;
15
16
2   POU: POU
1 PROGRAM POU
2 VAR
3 controller_lampo : PID := ( KP := 1.2 , TN := 100 , TV := 0 ) ;
4 Mitattu_Lampo : REAL ;
5 Asetus_Lampo : REAL := 22 ;
6 Mitattu_Kosteus : REAL ;
7 Asetus_Kosteus : REAL := 35 ;
8
9 END_VAR
10
Liite 3
2   POU: POU
Page 4 of 6
19.3.2016 22:21
ACTUAL
SET_POINT
KP
TN
TV
Y_MANUAL
Y_OFFSET
Y_MIN
Y_MAX
MANUAL
RESET
Y
LIMITS_ACTIVE
OVERFLOW
PID
controller_lampo
LIMIT
Mitattu_Lampo
0
Asetus_Lampo
1
Asetus_Kosteus
6
Mitattu_Kosteus
0
1
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Mitattu_Lampo
SUB
ADD
4
Mitattu_Lampo
0.1
Mitattu_Lampo
5
Mitattu_Lampo
2
3
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3   : Project Settings
Static Analysis Light:
Unused variables (#33): 0
Overlapping memory areas (#28): 0
Concurrent access (#6): 0
Multiple write access on output (#4): 0
Multiple usage of name (#27): 0
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1   POU: PLC_PRG
1 PROGRAM PLC_PRG
2 VAR
3 lrSpeed : LREAL := 360 ;
4 motorY : MC_MoveAbsolute ;
5 MotorZ : MC_MoveAbsolute ;
6 MotorX : MC_MoveAbsolute ;
7 i_pos_motorX : INT ;
8 i_pos_motorY : INT ;
9 i_pos_motorZ : INT ;
10 x_coor_send : BOOL ;
11 i_new_angle_X : INT ;
12 i_new_angle_Y : INT ;
13 i_new_angle_Z : INT ;
14 mcpY : MC_Power ;
15 mcpX : MC_Power ;
16 mcpZ : MC_Power ;
17 Start : BOOL ;
18 Stop : BOOL ;
19 ttaf : SMC_TRAFOF_Tripod_Arm ;
20
21 xHome : BOOL ;
22
23 SetPosX : MC_SetPosition ;
24 SetPosY : MC_SetPosition ;
25 SetPosZ : MC_SetPosition ;
26 virtDriveX : AXIS_REF_SM3 ;
27 virtDriveY : AXIS_REF_SM3 ;
28 virtDriveZ : AXIS_REF_SM3 ;
29
30 write : BOOL ;
31 xwrite : BOOL ;
32 END_VAR
33
Init
TRUE
Power
Start=True
Bran…
Move1 ttaf_deg_t… Move_Home
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MotorX.Done=True AND MotorY.Done AND MotorZ.Done
Exit1
True
Power
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1.1   Action: Exit1_active
Liite 4
1.1   Action: Exit1_active
valmis_SoftMotion Servo_own_raspi.project
Page 6 of 20
27.3.2016 0:14
Axis
Execute
Position
Velocity
Acceleration
Deceleration
Jerk
Direction
Done
Busy
CommandAborted
Error
ErrorID
MC_MoveAbsolute
MotorX
SM_Drive_Servo
FALSE
Axis
Execute
Position
Velocity
Acceleration
Deceleration
Jerk
Direction
Done
Busy
CommandAborted
Error
ErrorID
MC_MoveAbsolute
MotorY
SM_Drive_Servo_1
FALSE
Axis
Execute
Position
Velocity
Acceleration
Deceleration
Jerk
Direction
Done
Busy
CommandAborted
Error
ErrorID
MC_MoveAbsolute
MotorZ
SM_Drive_Servo_2
FALSE
0
1
2
Liite 4
1.2   Action: Move1_active
valmis_SoftMotion Servo_own_raspi.project
Page 7 of 20
27.3.2016 0:14
1.2   Action: Move1_active
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lrSpeed
1000
1000
SM_Drive_Servo_2
True
i_pos_motorZ
lrSpeed
1000
1000
SM_Drive_Servo
TRUE
i_pos_motorX
lrSpeed
1000
1000
SM_Drive_Servo_1
True
i_pos_motorY
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1.3   Action: Move1_exit
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1.4   Action: Move_Home_active
1 IF xHome = TRUE THEN
2 i_pos_motorX := 0 ;
3 i_pos_motorY := 0 ;
4 i_pos_motorZ := 0 ;
5
6 xHome := FALSE ;
7
8 END_IF ;
9
10
11
12
13
14
15
1.5   Action: Power_active
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SM_Drive_Servo_2
True
True
True
SM_Drive_Servo
True
True
True
SM_Drive_Servo_1
True
True
True
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Axis
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bRegulatorOn
bDriveStart
Status
bRegulatorRealState
bDriveStartRealState
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Error
ErrorID
MC_Power
mcpZ
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MC_Power
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MC_Power
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1.6   Action: ttaf_active
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102
222
92
40
30
SM_Drive_Servo
SM_Drive_Servo_1
SM_Drive_Servo_2
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dArmLength1
dArmLength2
dArm1Radius
dStewartRadius
dDistance
dRotationOffset
dOffsetA
dOffsetB
dOffsetC
DriveA
DriveB
DriveC
dx
dy
dz
SMC_TRAFOF_Tripod_Arm
ttaf
0
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2   POU: POU
1 PROGRAM POU
2 VAR
3 urlStream : STRING ;
4 xUpdateStream : BOOL := TRUE ;
5
6 dwCopySize : DWORD ;
7
8 sHostName : STRING ;
9 Host : SysSocket . SOCK_HOSTENT ;
10 pIPAddress : POINTER TO DWORD ;
11 in_addr : INADDR ;
12 sIPAddress : STRING := 'aaa.bbb.ccc.ddd' ;
13 xshow : Bool ;
14
15 pClient : POINTER TO VisuElems . VisuElemBase . VisuStructClientData ;
16 iClientCount , iOldClientCount : INT ;
17
18 xStart : BOOL := TRUE ;
19 END_VAR
20
1 IF xStart THEN
2 // video.htm webserveriin
3 SysFileCopy ( '/var/www/video.htm' , 'PlcLogic/Application/video.htm' ,
ADR ( dwCopySize ) ) ;
4
5 // own IP address
6 SysSockGetHostName ( szHostName := sHostName , diNameLen := SIZEOF (
sHostName ) ) ;
7 SysSockGetHostByName ( szHostName := sHostName , pHost := ADR ( Host ) ) ;
8 pIPAddress := Host . pAddrList [ 0 ] ;
9 in_addr . ulAddr := pIPAddress ^ ;
10 SysSockInetNtoa ( pInAddr := ADR ( in_addr ) , szIPADDR := sIPAddress ,
diIPAddrSize := SIZEOF ( sIPAddress ) ) ;
11
12 urlStream := CONCAT ( 'http://' , sIPAddress ) ;
13 urlStream := CONCAT ( urlStream , '/video.htm' ) ;
14
15 xStart := FALSE ;
16
17 END_IF
18 IF PLC_PRG . Start THEN xshow := TRUE ;
19 ELSE
20 xshow := FALSE ;
21 END_IF
22 xUpdateStream := FALSE ;
23 iClientCount := 0 ;
24 VisuElems . VisuElemBase . g_ClientManager . BeginIteration ( ) ;
25 pClient := VisuElems . VisuElemBase . g_ClientManager . GetNextClient ( ) ;
26 WHILE pClient <> 0 DO
27 iClientCount := iClientCount + 1 ;
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28 pClient := VisuElems . VisuElemBase . g_ClientManager . GetNextClient (
) ;
29 END_WHILE
30 // for new clients -> update
31 IF iClientCount > iOldClientCount THEN
32 xUpdateStream := TRUE ;
33
34 END_IF
35 iOldClientCount := iClientCount ;
36
3   Task: MainTask
Priority: 10
Type: Cyclic
Interval: t#4ms
Watchdog: Inactive
POUs: PLC_PRG
4   Task: VISU_TASK
Priority: 15
Type: Cyclic
Interval: 100   Unit: ms
Watchdog: Inactive
POUs: VisuElems.Visu_Prg
POU
5   : GPIOs
GPIOs Parameters
Parameters:
Name: Type: Value: Default Value: Unit: Description:
GPIO4 BYTE 255 255 configuration of GPIO4
GPIO17 BYTE 255 255 configuration of GPIO17
GPIO18 BYTE 255 255 configuration of GPIO18
GPIO22 BYTE 255 255 configuration of GPIO22
GPIO23 BYTE 255 255 configuration of GPIO23
GPIO24 BYTE 255 255 configuration of GPIO24
GPIO25 BYTE 255 255 configuration of GPIO25
GPIO27 BYTE 255 255 configuration of GPIO27
GPIO28 BYTE 255 255 configuration of GPIO28
GPIO29 BYTE 255 255 configuration of GPIO29
GPIO30 BYTE 255 255 configuration of GPIO30
GPIO31 BYTE 255 255 configuration of GPIO31
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GPIOs I/O Mapping
IEC objects:
Variable: Type:
GPIOs_Instance IoDrvGPIO
Information
Name: GPIOs A/B
Vendor: 3S - Smart Software Solutions GmbH
Categories:
Type: 504
ID: 0000 0000
Version: 1.1.1.10
Order number:  -
Description: Raspberry GPIOs of model A/B rev. 2
6   : Raspberry_Pi_Camera
Camera-Bus I/O Mapping
IEC objects:
Variable: Type:
Raspberry_Pi_Camera PiCamera
Information
Name: Raspberry Pi Camera
Vendor: 3S - Smart Software Solutions GmbH
Categories:
Type: 502
ID: 0000 0002
Version: 1.0.0.0
Order number:  -
Description: Raspberry Pi Camera
7   : Project Settings
Static Analysis Light:
Unused variables (#33): 0
Overlapping memory areas (#28): 0
Concurrent access (#6): 0
Multiple write access on output (#4): 0
Multiple usage of name (#27): 0
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Harjoitustyö 1. Paneeli-PC 
1. Avataan hallintakoneen levyllä sijaitsevan projektin APPC_alykoti.project ja tallennetaan sen
omaan kansioon eri nimellä. 
2. Muodostetaan yhteys APPC koneeseen ja ladataan siihen ohjelman.
3. Tutkitaan ohjelman toimintoja. Miten säädetään lämpötilaa?
4. Lisätään ohjelmakokonaisuuteen saunan lämmityskytkimen siten, että joka 10 sekuntia sauna
lämpiää 20 asteella. Kun sauna on valmis, lamppu syttyy. Asetuslämpötila on 90 astetta ja 
alkulämpötila on huoneiston lämpötila.  
5. Toimiva ohjelma näytetään opettajalle.
(Vinkki: Luodaan omaa ohjelma halutulla kielellä. Lisätään muuttajat. Yhdelle muuttujalle annetaan 
alkuarvo muuttujasta POU.Mitattu_lampo. Laskurilla lisätään joka sekunti 2 astetta, kunnes 
lämpötila on 90 astetta. Esimerkiksi FBD kielellä käytettävät funktiot ovat mm. TON, TOF, LT, GE, 
AND ja EXECUTE. On muistettava lisätä ohjelmakutsu main taskiin) 
Liite 5 
2 / 3 
Harjoitustyö 2. NISE91-Liikennevalo 
1. Avataan hallintakoneen levyllä sijaitsevan projektin NISE91_liikennevalot.project ja
tallennetaan sen omaan kansioon eri nimellä.
2. Kytketään hallintakone, Hub, Nise91, BK9000 ja valoboksi yhteen.
3. Muodostetaan yhteys NISE91-koneeseen ja ladataan siihen ohjelma.
4. Tutkitaan ohjelman toimintoja. Miten liikennevalojen toiminta eroaa Suomessa olevista
liikennevaloista?
5. Korjataan ohjelma oikeaksi ja näytetään opettajalle.
 Lisätehtävä: Lisätään VISU-editorin avulla toiselle tielle suojatien ja automaattiset 
jalankulkijanvalot.  
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CODESYS Harjoitustyö 3 
Raspberry Pi Delta-robotti 
1. Avataan hallintakoneen levyllä sijaitsevan projektin RaspberryPi_Delta-robot.project ja
tallennetaan sen omaan kansioon eri nimellä.
2. Yhdistetään Raspberry Pi hallintakoneeseen kytkimen avulla.
3. Muodostetaan yhteys Raspberry Pi -koneeseen ja ladataan siihen ohjelma.
4. Tutkitaan ohjelman toimintoja. Miten robotti liikkuu. Mitkä toimilohkot käytetään robottiin
liikuttamiseen?
5. Lisätään visualisointiin näppäimen jolla saa robotin siirrettyä asetettuun kulman napin
painaluksella. (Vinkki: Mahdollisiin pisteisiin voidaan ajaa käsin ja tarkistaa asetuskulmat.
Kotiasento on 0 astetta. Moottori tarvitsee aikaa tehtävän suorittamiseen. Ajastin esim.
(TON). ST kielellä automaattinen ” ajastin(IN:= NOT(ajastin.Q), PT:=T#3s) ”
