AWS-Policy: An Extension for Autonomic Web Service Description  by Mezni, Haithem et al.
 Procedia Computer Science  10 ( 2012 )  915 – 920 
1877-0509 © 2012 Published by Elsevier Ltd. 
doi: 10.1016/j.procs.2012.06.122 
International Workshop on Adaptation of Web Services (AWS) 
AWS-Policy: an extension for autonomic web service description 
Haithem Meznia, Walid Chainbib, Khaled Ghedirac a* 
aJendouba University Campus/SOIE, Jendouba 8100, Tunisia 
bSousse National School of Engineers/SOIE, Sousse 4054, Tunisia 
cInstitut Supérieur de Gestion de Tunis/SOIE, Tunis 2000, Tunisia 
 
Abstract 
In the last years, the need for integrating QoS to service oriented architecture has become a significant factor for managing 
service-based systems. In addition, combining self-* and policy-based management has major advantages since it reduces 
complexity management and effectively drives self-adaptation of Web services. Current service oriented architecture does not 
support policy-based self-management. To allow this, the description of autonomic Web services (AWS) must not be limited to 
functional and non-functional data. Indeed, QoS data are not sufficient to effectively drive the self-adaptation process. In 
addition, providers must participate in the self-adaptation process as they are aware of the capabilities and requirements of their 
published services and the exceptions that may occur. In this paper, we propose a rich information model that allows describing 
autonomic Web services based not only on QoS data but also on additional information such as service specific adaptation 
actions. We extend WS-Policy to specify services related data. UDDI is also extended to support policy-based self-management. 
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1. Introduction 
With the increasing adoption of service-oriented computing paradigm, there is a growing need for efficient and 
effective mechanisms for Web service self-adaptation. In addition, SOA actors, such as service providers and 
service registries, need to be more self-adaptive as they have a critical and particular role in the self-management 
process. Current registries are not fault-tolerant entities and do not offer support for QoS management and rich 
service description. In addition, existing approaches, proposed for registry content management [1][2][3], did not 
address the problem of registries self-adaptation and few works address the presentation of QoS and content 
descriptions and publication into UDDI registry and did not show how changes are applied to the registry content. 
To tackle these issues, we adopt the autonomic computing paradigm [4] and we consider Web services and UDDI 
registries as autonomic computing systems [5] i.e., systems endowed with self-* capabilities including: self-
configuration, self-healing, self-optimization, and self-protection. However, to effectively drive the self-adaptation 
process, autonomic Web services must have a rich description which must not be limited to functional and non-
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functional data. More precisely, service providers must enrich their offered services with additional information such 
as specific adaptation policies. Providers must participate in the self-adaptation process as they are aware of the 
capabilities and requirement of their published services and the exceptions that may occur. 
Policies have proven their popularity and acceptance in research and academia. They are considered a key for 
SOA management [6]. They have long been employed in the management of traditional distributed systems and the 
adoption of policy specification languages has been suggested, in several approaches, as a solution to describe QoS. 
However, few works have addressed the idea of integrating policies and QoS into SOA self-management. 
Specifications like WS-Policy are widely deployed policy specification languages to address SOA issues, as they 
offer a means to express QoS requirements and capabilities in Web service systems [7]. Several extensions to WS-
Policy have been proposed like in [8][9][10][11][12][13]. However, these extensions did not express information 
necessary to Web service and registry self-adaptation. More precisely, they did not address a rich and useful 
presentation of QoS attributes. In addition, although existing frameworks publishes QoS into the UDDI, there are no 
actual descriptions of the contents of this extension apart from its structure. Also, there is no detail about self-* 
policies (i.e. monitoring and adaptation policies) and how policies are specified and processed.  
In our work, policies have a core position. They are used at different levels including service description, QoS 
monitoring, service adaptation, federated self-management, etc. In this paper, we provide a rich information model 
that allows providers to specify QoS description and additional information such as specific adaptation policies of 
their services. We extend WS-Policy and UDDI specifications in order to represent service descriptions and to allow 
QoS management based on various policies, such as monitoring policies, adaptation policies, etc. We also provide a 
mechanism for the dynamic management of policies since they are considered as the basic resources required for 
registries self-management and Web service self-adaptation. 
The rest of this paper is organized as follows. Section 2 introduces a rich Web service information model and 
presents our extension called AWS-Policy (Autonomic Web Service Policy). Section 3 presents an extension to the 
UDDI information model. In section 4, we show how specific adaptation policies are used in the self-adaptation 
process. The last section is devoted to the conclusion and the future work. 
2. QoS and adaptation policies: a WS-Policy extension 
To effectively ensure self-adaptation, an autonomic Web service (AWS) must have a rich description of its 
capabilities. We believe that AWS information must not be limited to functional and non-functional data. Indeed, QoS 
data are not sufficient to effectively drive the self-adaptation process. More precisely, autonomic Web services need 
to be specified with additional information, such as specific adaptation policies. Unlike other approaches that design 
their management systems based on a set of predefined management rules, we propose two types of adaptation 
policies and we give service providers the possibility to define and register their specific and preferred adaptation 
policies into UDDI registry, in order to allow driving the autonomic managers in the self-adaptation process. In our 
work, a service behavior may be adjusted using what we call default and/or specific adaptation plans. Default 
adaptation plans are predefined actions executed to adapt any failed service, such as service substitution, service re-
execution, etc. Whereas, specific adaptation plans are priority actions, defined by providers, at design time (e.g. 
specific mediation solutions for interfaces incompatibility, invoking a list of trusted services specified by the provider, 
without needing to start a discovery process), to be executed in priority to adapt a failed service, in case default 
adaptation actions do not resolve the service failure or when the service provider requires specific recovery actions. 
For this purpose, we characterize a managed Web service by three types of information: functional properties, 
QoS information and specific adaptation plans. Since managing Web services requires a structured representation of 
QoS attributes and additional information, we adopt the WS-Policy framework to treat them as policies [14].  
Next, we give an overview of our extension called AWS-Policy in order to represent QoS attributes and additional 
service information. The extension allows defining new policy assertions for each service related information. We 
also discuss an example of Web service information model to show how different types of domain-specific assertions 
can be plugged into WS-policy. Fig. 1 shows the XML schemas of an AWS policy model. 
    
Fig. 1. (a) QoS policies model (b) Specific adaptation policies model 
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As shown in Fig. 1 (a), each QoS attribute is described in a QoSAssertion element (line 5). Since providers may 
describe their services using complex QoS attributes, we use the All alternative element (line 4) to group the QoS 
attributes into a composite one. The + operator indicates that a Web service must be described by a set of simple or 
complex QoS attributes. Note that the structure of the policy document in which the user describes his QoS 
requirements depends on the importance degree of each QoS attribute.  
To facilitate processing policies documents created by Web service providers, we define a generic model that is a 
straightforward XML infoset representation of a specific adaptation policy, enumerating each of its alternatives that in 
turn enumerate each of their event/action assertions. The schema of a policy expression is shown in Fig. 1 (b). We 
define a specific adaptation policy as a set of plan alternatives. Each plan alternative is a set of event and action 
assertions. An action assertion defines a self-adaptation action that may be triggered by the autonomic service 
manager (also called ASM) to manage an executing Web service. In Fig. 1 (b), Lines 2 to 12 describe one a more 
specific adaptation plans (the + operator indicates that the provider must define at least a plan when creating the 
policies document). The ExactlyOne element in line 2 describes a specific adaptation plan and indicates that only one 
specific plan must be executed by an ASM. The first child element in this policy alternative is an ExactlyOne element 
(line 3) that describes the detected changes and specifies events that may trigger the specific adaptation actions. The 
second ExactlyOne element (line 7) describes actions that may be executed in case of a detected event described in an 
EventAssertion element. Since an adaptation plan may be composed by a set of simple adaptation actions 
(ActionAssertion) we use the All alternative (line 8) to show that all these actions must be performed together. 
The following XML documents describe QoS capabilities and specific adaptation policies of a published Web 
service. An overall view shows that the offered UploadFileWS service if a free Web service and is characterized by a 
high degree of performance and availability (see Fig. 2 (a)) and that, in case of a detected application error or when 
the managed service takes more than 30 seconds to send its response, the ASM features two possible priority 
adaptation actions: retry service execution or, in case of re-execution failure, substitute the service with one of two 
preferred and trusted services (see Fig. 2 (b)).  
 
  
Fig. 2. (a) QoS policies (b) Specific adaptation policies 
In Fig. 2 (b), the scope attribute indicates whether the policy is a QoS policy or a specific adaptation policy. It 
allows rapidly classifying and extracting the information contained in the policy document. If the scope value is set to 
“plan”, the specific adaptation assertions are extracted and sent to the ASM. Changes in the execution environment 
are represented as events. The EventAssertion elements (lines 7 and 8) contain the occurred events that trigger the 
execution of adaptation actions. The All alternative in line 17 describe a sequence of adaptation actions: substitute and 
mediate, which indicate that a Web service has to be substituted and some mediation actions may be performed in 
case of incompatibility in services interfaces. The priority attribute shows that the specific adaptation actions have to 
be firstly executed by the ASM (priority="true"), or the ASM has to execute them when the default adaptation 
plans fails to resolve the service failure (priority="false"). This allows a better precision in choosing adaptation 
actions and consequently allows a rapid and effective self-adaptation. 
The ActionAssertion element specifies the adaptation action to be executed. The type attribute gives an idea about 
the nature of an action assertion. For example, action assertions in line 12 and 15 indicate that the ASM have to re-
execute the service instance or invoke a new substituting service if the execution fails again. Note that attributes of the 
ActionAssertion element are defined according to the nature of adaptation action. For instance, the location attribute is 
initialized in the action assertion (lines 15, 18 and 19) to indicate the URL in which the service interface definition 
can be found. This allows the ASM to rapidly locate the preferred substituting service and invoke its operations. 
Storing and managing QoS policies specified using our WS-policy extension requires additional API and 
processing mechanisms. Moreover, the support of semantics is required since the major self-management tasks are 
based on the semantic description of QoS policies. In our work, we recognize that semantics play an important role in 
the self-* behavior of service registries. The importance of the semantics was also mentioned in Sheth’s work [15]. 
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WS-Policy allows only for a syntactic description of Web service information which leads to inefficient syntactic 
matching of QoS policies capabilities. Thus, we propose to semantically annotate the QoS policies in order to fulfill a 
semantic matching between services capabilities and preferences. The major advantage of the semantic annotation of 
policies is to effectively drive the adaptation process of Web services and registries. Thus, a well defined semantic 
matching algorithm is needed to check the compatibility between QoS policies. Thus, semantics allows a greater 
precision in the description of policy assertions. Indeed, a rich specification of QoS using policy assertions is needed 
to select the closer Web service in some adaptation actions. In addition, precision is required since it allows the 
autonomic managers to choose the most suitable plan to adapt the registry or the executing Web service. Because of 
space limitations, we only focus on the presentation of an AWS information model and on enriching the UDDI 
information model with QoS and adaptation policies. 
3. Enhancing UDDI information model with policies 
In a QoS-based self-management system, representing and storing the values of QoS attributes and service related 
data is a main challenge, as the current UDDI model does not offer this capability and as quality data are the basic 
resources used by autonomic managers to drive the adaptation process. The problems of storing QoS policies and 
specific adaptation policies in UDDI may be resolved using tModel concept. tModels are core components of UDDI. 
They represent unique concepts or constructs and are used to describe compliance with a specification, a concept, a 
category or identifier system. Each tModel should contain an overviewURL, which references a document that 
describes the tModel and its use in more detail [16]. We use tModels as a categorization solution to facilitate 
discovery of Web services by the autonomic registry managers (also called ARMs). Since tModels are considered as 
containers for references to service descriptions, they may be used to represent QoS policies and other service related 
information in UDDI. 
Fig. 3 shows an extension of the original UDDI information model with two new data structures for describing 
AWS related information. Unshaded boxes and solid lines represent data structures in the original model and the 
association between them. Whereas, shaded boxes and dashed lines illustrate our extension. QoS policies data 
structure represents QoS information of a Web service, whereas specific adaptation policies data structure represents 
actions defined by a service provider that will eventually be used in priority to manage service deviations. Cardinality 
(1:n) on the association between BusinessService class and QoS Policies class shows that a Web service must be 
described by QoS data in order to improve Web service management. Cardinality (0:n) on the association between 
BusinessService class and Specific adaptation Policies class shows that this type of information is preferred in order 
to give the autonomic managers additional alternatives (i.e. adaptation plans) to manage the executing Web services. 
 
 
Fig. 3. Extended UDDI information model 
To include Web service information in UDDI, different ways may be envisioned, such as defining a tModel that 
points to an external resource or defining a tModel for QoS policies containing multiple categories, each reflecting 
different QoS attribute. The first method has the disadvantage of requiring navigation to external resources to retrieve 
information.  Accordingly, ARMs cannot search QoS policy rapidly. Moreover, the QoS data are not stored in UDDI 
in this case, which makes their management a difficult task. This is the case, for example, when services providers 
may restrict access to their servers, prohibiting ARMs to update QoS values. The second method allows storing QoS 
policies in UDDI. 
We adopt the first method to store service specific adaptation policies and we integrate QoS policies using the 
second method. This choice is justified by the fact that specific adaptation policies are optional service information 
defined by the service provider to be used in driving the self-adaptation. Furthermore, this kind of service information 
does not interest the user in the discovery process and is only processed by autonomic managers. Finally, the specific 
adaptation policies can be managed at the provider server side through direct access and do not require a 
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representation of a classification scheme like QoS policies, which need to be stored in UDDI registry in order to 
facilitate service discovery and to be managed in an autonomic way. For this purpose, specific adaptation policies are 
considered as external resources and referenced in the overviewURL tag of a tModel.  
Regarding the QoS policies, we make a mapping between QoS policies and UDDI, in order to give service 
providers a way to store their QoS descriptions into UDDI registry. The QoS policies description is referenced in a 
tModel and each QoS assertion in the policy document is mapped to a category in the tModel structure. In UDDI, 
categoryBag tag allows to add categorization information into UDDI data structures to make a given entity a member 
of one or more categories. Therefore, ARMs can find the desired entity based on some classification scheme. In our 
case, categorization may be ensured on the basis of QoS attributes. In a QoS policies tModel, the categoryBag 
element acts as a collection of keyedReference structures each containing a single QoS attribute-based categorization. 
 
Fig. 4. tModel with QoS policies 
For many cases, the use of single QoS categories is adequate for describing the characteristics of a service so that 
it can easily be found by autonomic managers. But there are some cases where the relationship between single 
categories becomes important. This is the case when a Web service is described using composite QoS attributes. For 
this purpose, to categorize a managed service as being described by a composite QoS attribute, we propose to add a 
keyedReferenceGroup element to the categoryBag. This element, by itself, is a collection of keyedReference 
structures that logically belong together and correspond to the component QoS attributes for the categorization.  
To our knowledge, none of the existing approaches have adopted the grouping of categories in tModels, using the 
keyedReferenceGroup elements, in order to express and store composite QoS attributes. 
4. Specific adaptation policies mapping 
As we mentioned above, Web service providers can define their specific adaptation plans in the form of policies. 
This raises a question about how to use these policies by autonomic managers to adapt Web services. Since WS-
Policy documents are textual descriptions, we propose to convert adaptation policies to executable rules. These rules 
are then executed by ASMs on its rules engines. Rules are highly suited to specifying decision making and contracts. 
They are increasingly being used to specify a variety of situations, such as business needs, conventional behavior, and 
policies [17]. Consequently, rule engines are becoming a routine component of software architectures. Rules are also 
desirable because they are executable. Unlike textual descriptions or even some formal specifications, rules can be 
directly executed. Thus, behavior specified using rules is attained by executing those rules. There is no additional step 
of converting specifications into formally executable implementations. Policies are, thus, interpreted and executed by 
ASMs as a service is invoked. We adopt the classical ECA form, where the event is a triggering condition. When an 
event specified in a rule occurs, the specified condition is checked. If the condition is true, the specified action is 
performed. Such rules can be read as:  
on event if condition then (perform) action 
As an example, the policy assertions contained in the policy document in Fig. 2 (b) will be converted as follows: 
 
If the Web service fails to execute its operation or takes more than 30 seconds to send its response, then service should be re-
executed 3 times instead of substituted whenever possible. 
 
Here, application error or timeout are the events. The condition is true (priority="true"), and the action is 
retrying service operation’s execution (assertion 1) or substituting the failed service with specific one (assertion 2 and 
assertion 3). 
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Note that specific adaptation policies may be decomposed into simple ECA rules as in the following case:  
 
If the number of execution timeout > 3, then service should be substituted by EmailScanner Web service. 
 
This allows the ASM to rapidly execute the required rule and thus reduces rule processing complexity and 
consequently execution time in the self-adaptation process. 
5. Conclusion  
In this paper, we have proposed a WS-Policy extension for the description of self-* Web services. A rich Web 
service information model based on the core WS-Policy specifications has been proposed and includes not only QoS 
descriptions but also specific adaptation policies. To store and manage the service related information, we have 
extended the original UDDI information model with new data structures.  
In future work, we intend to address the problem of semantic matching of QoS policies in order to effectively 
drive the self-management process. For this reason, a solution for the semantic annotation of QoS assertions is 
currently underway. A planning technique, which allows the transformation of specific adaptation policies to 
executable rules enabling the autonomic manager to determine a partial order of actions that achieve a specified 
goal, is being developed. 
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