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Our approach tries to overcome the limitations of so called “flat nature” of relational 
systems, in the actual context of actual relational database theories, database systems tech-
nologies and object oriented methodologies by proposing an MDA framework to map an ob-
ject oriented (UML formalized) model to object-relational structures of today’s database sys-
tems. 
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Structura arhitecturii cadrului de lu-
cru propus 
În articolul precedent (Strîmbei, 2006) am 
încercat să prezentăm cât mai principial 
complexul problematic pentru care propunem 
o nouă abordare. În finalul respectivei lucrări 
am prezentat obiectivele avute în vedere, cu 
referire la corectitudinea semantică, portabili-
tatea şi posibilităţile de reutilizare a modele-
lor obţinute. De asemenea, am prezentat şi o 
primă schiţă de principiu a arhitecturii meto-
dologice avute în vedere. Arhitectura de mo-
delare multi-stratificată pe care am sugerat-o 
are la bază un experiment practic (Strîmbei, 
2004), şi presupune o implementare a şablo-
nului MDA urmărind următoarele  niveluri 
de modelare: 
 modelul independent de implementare con-
ţinând tipurile iniţiale ale structurilor de date; 
 modelul specific mediului de implementare 
ţintă (de exemplu Java) conţinând, pe de o 
parte, constructorii abstracţi (clase abstracte 
sau interfeţe) definiţi în contrapartidă cu tipu-
rile iniţiale plus, bine înţeles, constructorii 
(clasele) de implementare care să conţină de-
finiţiile atributelor şi operaţiilor necesare; 
acest model nu conţine nici un fel de specifi-
caţii sau dependenţe faţă de sistemul ţintă de 
gestiune a bazelor de date, sau de rezidenţă a 
structurilor de date, sistem care trebuie să 
asigure mediul de execuţie necesar; 
 modelul specific SQL, dar independent faţă 
sistemul  ţintă, care să conţină echivalentul 
SQL3 al tipurilor iniţiale; 
 modelul de rezidenţă specific sistemului de 
gestiune care să conţină, pe de o parte, defi-
niţiile SQL-dependente de sistemul ţintă ale 
tipurilor SQL3, şi, pe de altă parte, mecanis-
mul de încorporare a constructorilor modelu-
lui specific mediului de implementare ţintă în 
sistemul de gestiune al structurilor de date.  
Modelul obiectual-relaţional specific SQL3, 
introdus în sistemul de mai sus ca un gen de 
interfaţare cu sistemul de baze de date ţintă, 
este necesar funcţie de (cel puţin) doi factori: 
 adaptarea în sensul standardizării a unor 
constructori cât mai apropiaţi modelului rela-
ţional/ortogonal luat ca reper în paragraful 
anterior; 
 relevanţa acestuia în industria sistemelor de 
baze de date, care să impună în instrumentele 
de asistenţă gen CASE, sau în standardele 
aferente, un profil UML dedicat, coerent şi 
complex în acest sens. 
Altfel, ţinând în continuare cont de existente-
le limite ale standardului SQL3 (de exemplu 
inexistenţa restricţiilor la nivel de tip), şi de 
posibilitatea încorporării obiectivelor de ar-
monizare orientată obiect ortogonală, rezulta-
tă din substanţa actuală a modelului relaţio-
nal, la nivelul cel mai independent din arhi-
tectura de mai sus, modelul O-R specific 
SQL3 ar putea fi încorporat în modelul de ti-
puri iniţiale prin adaptarea constructorilor cei 
mai apropiaţi la exigenţele obiectual-orto-
gonale, iar în locul lui fiind adus direct mo-
delul specific sistemului ţintă.  
Această opţiune este influenţată de importan-
ţa standardizării, deocamdată alternativa cea 
mai convenabilă fiind prin intermediul limba-
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jului SQL3, care este esenţială, dat fiind obi-
ectivul de portabilitate enunţat, pe două di-
recţii (complementare): 
 pe de o parte, posibilitatea implementării 
tipurilor iniţiale pe orice platformă orientată 
obiect care asigură constructorii de abstracti-
zare şi implementare necesari; 
 pe de altă parte, posibilitatea rezidenţei şi, 
mai ales, expunerii tipurilor (ca specificaţie şi 
implementare) pe orice sisteme de baze de 
date care să asigure partajarea neutră a aces-
tora. 
PIM 
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Fig.1. Modelul arhitectural al cadrului de lu-
cru fără implicarea standardului SQL3 
 
O a treia perspectivă asupra portabilităţii, fă-
ră legătură directă cu SQL, dar care, în con-
textul,  automatizării procesului de obţinere 
materială a modelului de implementare, se 
poate dovedi importantă, se referă la posibili-
tatea definirii, încărcării  şi modificării,  şi 
generării modelelor folosind oricare instru-
mente CASE care să îndeplinească un număr 
minimal de cerinţe: să fie conforme UML (în 
privinţa constructorilor de bază  şi mecanis-
melor de extensie) şi să permită codificarea 
modelelor în formatul standardizat MOF - 
XMI
1. Pornind de la abordarea din figura 
precedentă, putem deduce trei etape de con-
versie: 
 conversia materială a modelului UML PIM 
                                                 
 
 
1 XMI – acronim pentru XML MetaData 
Interchange 
în modelul PSM al limbajului de programare 
ţintă (Java) materializat în clase (Java) de 
implementare; 
 conversia materială a modelului UML PIM 
în modelul PSM specific platformei sistemu-
lui de gestiune ţintă (Oracle) materializat 
într-un script DDL (respectiv cu declaraţii 
CREATE [OBJECT] TYPE); 
 conversia modelului UML PIM într-un 
model PSM de adaptare a claselor de imple-
mentare la mecanismul de găzduire specific 
sistemului de gestiune ţintă (materializat în 
cadrul exemplului nostru concret în clase de-
pendente de interfaţa  SQLDate, din API-ul 
Oracle, şi de clasele de implementare). 
 
2. Specificaţii MDA necesare concretizării 
faptice a cadrului de lucru propus 
Specificaţiile de mapare avute în vedere ar 
trebui să se refere, minimal, la următoarele 
direcţii: 
 tipurile de bază simple: expunere, opera-
tori, moştenire; 
 tipurile compozite: expunere, operatori, 
moştenire; 
 restricţii; 
 relaţii de asociere. 
În privinţa tipurilor, propunem două strategii 
de mapare: 
 tipurile modelate orientate obiect să fie 
mapate ca tipuri scalare (sau simple, 
necompozite), iar pentru acestea să fie defini-
te colecţii de tip relaţii, materializate de fapt 
în tabele distincte având o singură coloană de 
tipul asociat; 
 tipurile compozite ca structură s ă fie 
mapate în tuplurile după care sunt definite re-
laţiile, beneficiind astfel de întreg potenţialul 
modelului relaţional, şi anume inferenţa tipu-
rilor prin algebra relaţională în primul rând. 
Prima strategie este cea mai directă şi cea 
mai aproape de echivalenţa formală în sensul 
modelului relaţional cu structuri orientate 
obiect ortogonale. Este cea mai apropiată şi 
de modele orientate obiect „pure”, gen 
ODMG,  şi este o manieră convenabilă de 
stocare a stărilor obiectelor, atât timp cât 
operaţiile cu structurile din baza de date se 
limitează la accesul valorilor tipurilor cunos-
cute, fără a fi necesare operaţii suplimentare Revista Informatica Economică nr.2 (38)/2006 
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de derivare semantică pentru a obţine noi in-
formaţii. A doua strategie este impură în sen-
sul exact al definiţiilor tuplurilor şi relaţiilor 
(tipuri  şi valori) din modelul relaţional cu 
structuri orientate obiect ortogonale, însă 
aduce cele mai importante beneficii ca urma-
re a implicării funcţionalităţii legate de ope-
ratorii specifici tuplurilor (inferenţa tuplu-
rilor) şi relaţiilor (algebra relaţională). O ast-
fel de abordare a tuplurilor, prin existenţa în 
contrapartidă la nivelul sistemului a unor ti-
puri compozite implementabile extern, pre-
supune însă un anumit grad de „impuritate”, 
generat de faptul că, prin excelenţă, tuplurile 
nu au (nu trebuie să aibă) o structură încap-
sulată, toate componentele fiind vizibile şi 
manipulate prin operatorii de la nivelul gene-
ric al tipului TUPLU din care sunt generate 
toate celelalte, pe când provenienţa lor exter-
nă implică o implementare distinctă, care ar 
putea însemna o structură internă, încapsula-
tă. Găsirea unui compromis în acest sens 
aduce un avantaj important prin posibilitatea 
„portării” la nivelul sistemului de gestiune a 
semanticii tipurilor externe, materializată 
prin  operatori, relaţii (asocieri generalizări) 
şi chiar restricţii (de tip) intrinseci. Compro-
misul minim care trebuie făcut presupune 
inexistenţa altor atribute (componente inter-
ne) decât cele declarate şi accesibile public. 
Maniera de implementare cea mai la îndemâ-
nă în acest sens este cea a tabelelor tipizate. 
 
Pentru specificarea strategiilor de mapare ale 
tipurilor, propunem următoarele mecanisme 
UML (nivelul logic al tipurilor iniţiale): 
 stereotipuri diferite: <<TipScalar>>  şi 
<<TipCompozit>>, eventual specificate 
pornind de la definiţia unui stereotip generic 
calificat prin <<TipDate>>; 
 fiecare din aceste stereotipuri să beneficie-
ze de o etichetă care să precizeze eventualul 
constructor SQL cel mai apropiat, sub nume-
le  SpecificSQLConstruct, valorile permise 
pentru această etichetă fiind şirurile de carac-
tere (deci de tip CHAR) ”TAD Scalar”, pen-
tru  TipScalar,  şi  {“ROW”, ”TAD Structu-
rat”}, TipCompozit; 
 mijloacele prin care sunt vizibile extern 
(echivalente componentelor reprezentărilor 
posibile propuse de Date şi Darwen) structu-
rile împachetate intern ale tipurilor scalare să 
fie materializate prin elemente de model dis-
tincte, mai exact prin atribute stereotipizate 
<<ComponentaReprezentareTipScalar>>; 
 componentele sau câmpurile tipurilor com-
pozite să fie materializate prin elemente de 
model distincte, mai exact prin atribute stere-
otipizate <<AtributPentruTipCompozit>>. 
Componentele reprezentărilor tipurilor scala-
re, la fel ca şi atributele tipurilor compozite, 
pot fi de orice tip (scalar sau compozit). 
Asociaţiile între tipurile scalare pot fi mode-
late simplu (plan) prin intermediul compo-
nentelor din reprezentare. O altă strategie, 
favorizată de modelul relaţional, implică aso-
cierea valorilor de tip scalar în cadrul unor 
tupluri a căror structură defineşte antetul 
unor relaţii  clasice  care vor gestiona astfel 
respectivele asociaţii. 
În cazul tipurilor compozite, asociaţiile pot fi 
modelate eminamente relaţional „plat”, adică 
implicit prin intermediul cheilor străine şi re-
stricţiilor de integritate. O altă strategie, po-
sibilă datorită clarificărilor actuale din mode-
lul relaţional, implică o abordare asemănă-
toare cu cea de mai sus: asocierea valorilor 
de tip compozit (tuplurilor în genere) în ca-
drul altor tupluri, pe baza cărora vor fi defini-
te relaţii, ale căror atribute vor fi asociate ti-
purilor respectivelor valori compozite. 
Pentru specificarea strategiilor de mapare ale 
asocierilor (sau relaţionărilor), propunem 
următoarele mecanisme (nivelul logic al ti-
purilor iniţiale): 
 stereotipuri diferite pornind de la genurile 
diferite de tipuri asociate: 
<<AsociatieTipuriScalare>>, respectiv 
<<AsociatieTipuriCompozite>>, derivate 
din clasificatorul asociaţie; 
 fiecare stereotip decorat cu eticheta 
SpecificSQLConstruct;  
 pentru  <<AsociatieTipuriScalare>>, 
SpecificSQLConstruct va lua valorile {”Atri-
but TAD Scalar”, ”ROW”, ”TAD Structu-
rat”}; 
 pentru  <<AsociatieTipuriCompozite>>, 
SpecificSQLConstruct va lua valorile {”FK”, 
”ROW”, ”TAD Structurat”}. 
 Revista Informatica Economică nr.2 (38)/2006  14
Din punctul de vedere al relaţiilor de genera-
lizare care ar trebui să implice conceptul de 
moştenire, în privinţa tipurilor compozite 
considerăm că cel mai „curat” echivalent de-
curge din modul de inferenţă al tuplurilor 
implicat prin definirea relaţiilor (sau tabele-
lor) virtuale. Moştenirea, aşa cum este în ge-
neral acceptată, se referă la „preluarea” de 
către sub-tipuri a proprietăţilor sau caracteris-
ticilor super-tipurilor. Acest fapt se manifes-
tă, după părerea noastră, în două direcţii: 
 pe de o parte se manifestă structural: sunt 
moştenite atributele şi asociaţiile; 
 pe de altă parte se manifestă semantic: ope-
ratorii şi restricţiile. 
Din perspectivă structurală, sub-tipurile ar 
trebui să extindă „definiţiile” moştenite. Prin 
urmare, structura sub-tipurilor derivă din cea 
a tipurilor iniţiale, operaţiune care este cel 
mai bine echivalată în modelul relaţional prin 
derivarea unui nou tip tuplu astfel: antetul 
acestuia ar fi format din cel puţin două secţi-
uni dintre care una trebuie să reflecte antetul 
tipului iniţial la care se adaugă atributele su-
plimentare. Secţiunea moştenită ar putea lua 
forma unui atribut de tip tuplu, care ar putea 
fi eventual despachetată prin operatorul 
UNWRAP caracteristic tuplurilor din siste-
mul relaţional actualizat de Date şi Darwen 
(cu structuri orientate obiect ortogonale). 
Din perspectivă semantică, modelul de moş-
tenire propus relaţionalului de către Date şi 
Darwen absolutizează latura semantică, igno-
rând cu desăvârşire aspectele de implementa-
re structurală. Din punctul lor de vedere, în 
cazul tipurilor tuplu şi relaţie, structurile sub 
şi super tipurilor trebuie să fie similare, adică 
să aibă acelaşi număr de atribute, iar tipul 
acestora să respecte principiul substituabi-
lităţii: tipurile atributelor subtipului vor fi 
sub-tipuri pentru tipurile atributelor din su-
per-tipuri (Date&Darwen, 2000, p.337). Prin 
urmare, în cazul tipurilor non scalare, sub-
tipurile pot „rafina” prin subtipizare tipul 
atributelor „moştenite” şi pot impune noi res-
tricţii, dar care să nu le „slăbească” pe cele 
de la nivelul super-tipurilor. 
În consecinţă, şi în cazul moştenirii propu-
nem două strategii: 
 derivarea structurală, care se manifestă în 
cele din urmă prin tabele virtuale; 
 subtipizarea, caz în care păstrăm 
simbolostica obişnuită.  
Ca mecanism de reprezentare, specificarea 
moştenirii va porni de la relaţia de generali-
zare care în cazul tipurilor scalare va fi pre-
luată ca atare, iar în cazul tipurilor compozite 
va fi extinsă prin intermediul a două stereoti-
puri: 
 derivare, stereotip <<DerivareStructu-
rală>>, care poate conduce în cele din urmă 
la tabele virtuale; 
 subtipizare, stereotip <<SubTipizareSe-
mantica>>, care va fi păstrată doar ca legă-
tură între tipuri, şi nu între tabele, aşa cum se 
sugerează în standardul SQL3, nepreluând în 
acest sens nici conceptul de tabele tipizate 
echivalente claselor instanţiate (Gulu-
tzan&Pelzer, 1999). 
 
Aceste două strategii nu mai sunt însă opţio-
nale, ca în cazul asocierilor, ci restrictive 
conjunctural, funcţie de relaţia structurală 
dintre tipurile relaţionate. 
Strategiile propuse de abordarea MDA pentru 
transformarea modelului independent (PIM) 
în modelul dependent de platformă (PSM) 
constau în principal în: 
 interpretarea tipurilor originale ale PIM şi 
maparea lor în elementele PSM aplicând se-
tul de reguli specifice în acest sens; 
 marcarea elementelor PIM instanţiate  şi 
maparea lor în elemente PSM aplicând un set 
de reguli parametrizate după respectivele 
marcaje; 
 combinarea celor două strategii de mai sus. 
Aplicarea regulilor de mapare se va materia-
liza, bineînţeles, atât în elemente constructi-
ve(tipuri), inclusiv structura lor, specifice 
platformei de implementare avut în vedere, 
cât şi în caracteristici funcţionale dependente 
de mediul de implementare. 
Strategia pe o propunem pentru cadrul de lu-
cru de faţă se bazează pe: 
 formalizarea meta-modelului PIM prin in-
termediul unui sistem de stereotipuri specifi-
ce: <<TipScalar>>, <<TipCompozit>>, 
<<AsociatieTipuriScalare>>, 
<<AsociatieTipuriCompozite>>, 
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<<SubTipizareSemantica>>, 
<<ComponentaReprezentareTipScalar>>, 
<<AtributPentruTipCompozit>>; 
 marcarea corespondenţei SQL prin inter-
mediul unor etichete (tagged value) 
SpecificSQLConstruct, asociate fiecărui ste-
reotip, dar restricţionând valorile posibile la 
specificul acestora. 
Regulile de transformare pot fi împărţite în: 
 reguli parametrizate după sistemul de mar-
caje format din stereotipuri şi etichete; 
 reguli implicite deduse din arhitectura pro-
pusă a cadrului de lucru. 
 
Tabelul 1. Reguli de transformare pentru cadru de lucru propus 
Indica-
tiv 
 regulă 
Marcaj PIM (parametri 
regulă: 
stereotip/etichetă): 
Valoare  Şablon elemente generate în PSM 
R1  <<TipScalar>>    CREATE TYPE  ... ( ... ) AS OBJECT TYPE 
EXTERNAL NAME ‘. . .’ LANGUAGE JAVA 
  SpecificSQLConstruct  ”TAD Scalar”  interface .... { ... } 
public class ... implements ... <interface> ... { ... } 
 
R1.1  <<TipScalar>> cu 
<<Componenta 
Reprezentare 
TipScalar>> 
  CREATE TYPE  ... ( ... ) AS OBJECT TYPE 
EXTERNAL NAME ‘. . .’ LANGUAGE JAVA 
  SpecificSQLConstruct  ”TAD Scalar”  public abstract class .... { ... } 
public class ... extends ... <abstract class> ... { ... } 
public class...  extends ...implements SQLData  
{ ... } 
 
R1.2  <<Tipcompozit>> cu 
<< AtributPentruTip 
Compozit >> 
  CREATE TYPE  ... ( ... ) AS OBJECT TYPE 
EXTERNAL NAME ‘. . .’ LANGUAGE JAVA; 
CREATE TABLE ... AS ... <nume Tip Structurat> 
 
  SpecificSQLConstruct  ”TAD Structurat”public abstract class .... { ... } 
public class ... extends ... <abstract class> ... { ... } 
public class...  extends ...implements SQLData  
{ ... } 
 
R1.3  <<Tipcompozit>> cu 
<< AtributPentru 
 TipCompozit >> 
  CREATE TYPE  ... ( ... ) AS OBJECT TYPE; 
CREATE TABLE ... AS ... <nume Tip Structurat> 
  SpecificSQLConstruct  ”ROW”  public abstract class .... { ... } 
R2 
R2.1 
<<AsociatieTipuriScalare
> 
  CREATE TYPE  ... ( ... ) AS OBJECT TYPE; 
  SpecificSQLConstruct  ”ROW” sau 
”TAD Structu-
rat” 
CREATE TABLE ... AS ... <nume Tip Structurat> 
R2.2  <<Asociatie 
TipuriCompozite>> 
  CREATE TYPE  ... ( ... ) AS OBJECT TYPE; 
  SpecificSQLConstruct  ”ROW” sau 
”TAD Structu-
rat” 
CREATE TABLE ... AS ... <nume Tip Structurat> 
 
 
R2.3  <<Asociatie 
TipuriCompozite>> 
 <Preexistă: 
CREATE TYPE  T1 ... ( ... ) AS OBJECT TYPE; 
CREATE TABLE TT1 ... AS ... T1 
CREATE TYPE  T2 ... ( ... ) AS OBJECT TYPE; 
> 
  SpecificSQLConstruct  ”FK”  CREATE TABLE TT2 ... AS ... T2; 
ALTER TABLE TT2 ADD FOREIGN KEY ... 
REFERENCES TT1...) 
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>  CREATE TYPE  T1 ... ( ... ) AS OBJECT TYPE; 
CREATE TABLE TT1 ... AS ... T1 
> 
CREATE VIEW TT2 AS 
SELECT TT1.*, [<atribut nou>, ...] FROM TT1 
R3.1 <<SubTipizareSemantica>
> 
 <Preexistă: 
CREATE TYPE  T1 ... ( ... ) AS OBJECT TYPE 
EXTERNAL NAME ‘. . .’ LANGUAGE JAVA; 
> 
CREATE TYPE  ... UNDER T1 AS OBJECT TYPE 
EXTERNAL NAME ‘. . .’ LANGUAGE JAVA; 
/* fara clauza de specificare atribute suplimentare*/ 
 
 
Tabelul de mai sus prezintă doar „scheletul” 
de bază  al cadrului de lucru propus. Rolul 
acestuia este să schiţeze concepţia şi strategi-
ile perspectivei sau abordării noastre privind 
implementarea relaţională a unor structuri 
de date orientate obiect. Pe acest fundament 
se poate clădi în continuare pentru a obţine 
un sistem de implementare complet formali-
zat, ţinând cont de posibilităţile şi potenţialul 
sistemelor compatibile SQL3, dar şi de cerin-
ţa unui grad de echivalenţă cât mai bun faţă 
de principiile modelului relaţional cu struc-
turi orientate obiect ortogonale formalizat de 
către Date şi Darwen.  
 
3. Concluzii 
Punctul de plecare al demersului sintetizat în 
aceste (două) articole îl constituie abordarea 
clasică a „incompatibilităţii” obiectual-
relaţionale cu mijloacele metodologice şi 
tehnologice ce au calificat modelul relaţional 
drept „plat”. Pe de altă parte, o altă caracte-
ristică a soluţiilor (mai ales tehnologice) ac-
tuale presupune capturarea semanticii orien-
tate obiect, cu care au fost „potenţate” struc-
turilor relaţionale plate, la nivelul aplicaţiilor 
şi nu la nivelul sistemelor de baze de date, 
aşa încât principiul independenţei datelor în 
privinţa „obiectelor” devine inoperabil. 
Cadrul de lucru pe care îl propunem îşi 
bazează infrastructura metodologică pe ca-
racteristica de genericiatate a limbajului 
UML care permite adaptarea modelului la 
consideraţiile particulare ale domeniului avut 
în vedere, prin introducerea unor elemente 
suplimentare de meta-modelare (sau adaptare 
a celor existente) folosind mecanismele de 
extensie. Principiile de organizare a datelor 
prin acest cadru de lucru considerăm că au un 
dublu avantaj faţă de abordările anterioare: 
 pe de o parte, partajarea datelor, dar şi a 
semanticii orientate obiect a lor, la nivelul 
sistemelor de baze de date, păstrând nealterat 
astfel principiul independenţei (logice şi fizi-
ce) a datelor; 
 pe de altă parte, obiectivul de portabilitate 
(pe trei direcţii: a mediului de implementare, 
a platformei de rezidenţă şi a platformei de 
proiectare) avut în vedere ar trebui să asigure 
o productivitate confortabilă şi un suport re-
zonabil de fezabilitate tehnică a soluţiei. 
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