The recent trend towards the use of low-power wide-area-networks (LPWAN) communication technologies in the Internet of Things such as SigFox, Lora and Weightless gives rise to promising applications in smart grids, smart city, smart logistics, etc. where tens of thousands of sensors in a large area are connected to a single gateway. However, to manage such a sheer number of deployed devices, solutions to provide over-the-air firmware updates are required. This paper analyses the feasibility of over-the-air (partial) software updates for three LPWAN technologies (LoRa,) and discusses the best suited update method for different scenarios: full system updates, application updates and network stack updates.
on enabling an uplink for thousands of simple sensors, allowing them to report sensor readings at relatively low reporting intervals. Network management 25 functionality of pervasive IoT networks consisting of constrained devices is still limited. However, it can be argued that over-the-air (partial) software updates are essential for the long-term sustainability and security of deployed networks, especially since in many cases the cost for a manual intervention is a multitude of the cost of the device itself. Post deployment software updates also 30 allow early roll-outs and shorter time-to-market since applications, services or network protocols can be added afterwards.
This paper analysis the feasibility of over-the-air (OTA) software updates in LPWAN networks. More specifically, the cost for over-the-air updates in terms of energy consumption for different technologies (SigFox, LoRa and IEEE 35 802.15.4g) and radio configurations are determined and compared.
The remainder of this paper is structured as follows. First, Section 2 gives an overview of related work. Next, Section 3 provides a mathematical energy consumption model that is applicable to multiple LPWAN technologies. Section 4 discusses the overhead of different over-the-air software update approaches. Af-40 terwards, in Section 5, the energy consumption models are applied to these different software update approaches. Finally, Section 6 concludes the paper.
Background

LPWAN Technology Overview
There exist a wide variety of proprietary and standardised LPWAN tech-45 nologies adopting different modulation and coding schemes (MCS). This section gives a high level summary (a more detailed overview can be found in e.g. [1] ). Generally speaking, the different PHYs used in LPWANs can be classified as (ultra) narrow-band, spread spectrum or OFDM-based. Table 1 gives an overview of multiple LPWAN technologies for each class. 
Narrow-band
Narrow-band modulation techniques encode the signal in a low bandwidth in order to obtain a higher link budget because the noise level, experienced inside a single narrow-band, is minimal. Decoding a signal therefore does not require processing gain through frequency de-spreading resulting in a simpler 55 transceiver design. Spectrum efficiency is also high because each carrier only occupies a very narrow-band. The IEEE-802.15.4g standard [2] is a typical example of narrow-band modulation, using a 12.5 kHz bandwidth.
Some LPWAN technologies further reduce the experienced noise and increase the number of supported end-devices per unit by squeezing each carrier signal 60 in an ultra narrow-band (UNB) of width as short as 100Hz. However, the data rate decreases as well, thereby increasing the radio-on time. This combined with spectrum regulations on sharing underlying bands severely limits the maximum size and number of data packets. SigFox [3] is an example of a LPWAN technology that use UNB modulation. 65 
Spread spectrum
Spread spectrum modulation techniques increase the link budget by spreading a narrow-band signal over a wider frequency band with the same power density. The resulting transmission is more resilient to interference, eavesdropping and jamming. However, decoding requires more processing gain and 70 spreading results in lower spectrum efficiency. Different variants of spread spectrum techniques are used. LoRa [4] nology that uses OFDM. Because it operates in the licensed spectrum, it can 80 achieve relatively high data-rates while still having a large coverage.
Sub-1 GHz ISM spectrum access.
To cope with the limited amount of available bandwidth in the sub-GHz unlicensed spectrum, duty cycle regulations are often enforced. For example, there are 6 sub-GHz frequency bands made available by EU law for non-specific short 85 range devices in the 868MHz range and 2 in the 433MHz range. Each band has a specified maximum allowed transmission power and duty cycle ratio per device (see Figure 1 ). The maximum allowed power limits the maximum achievable transmission range. The duty cycle constraints impose a limit on the maximum amount of messages that the device can send each hour, thereby impacting the 90 design of the routing and MAC protocol. Generally speaking, devices have to be conform to one or both of the following transmission constraints [9] :
• Duty cycle: devices in a frequency band are only permitted a maximum cumulative on air time per interval. EU law defines this interval as one hour. The duty cycles depend on the selected frequency band, but vary 95 between 0.1% and 10% (see Figure 1 ).
• Polite spectrum access: devices implementing polite spectrum access are not bound by the hard duty cycle limit, but instead a maximum cumulative on air time of 100 s per hour for each possible 200 kHz interval is imposed. Polite spectrum access is defined as the combination of Listen 100 Before Talk (LBT) and Adaptive Frequency Agility (AFA). Devices must first check if the medium is free before transmission (LBT): if the medium is busy, then the device must wait or check another frequency (AFA).
These constraints combined with the low data rates strongly impact the feasibility for performing OTA updates. 105 
Software update methods
Research into the application of software updates in LPWANs is very limited although it has been identified as one of the key research challenges for long term sustainability [10, 11, 12 ]. An overview of existing software update methods for constrained devices can be found in [13] . More details regarding different 110 software update methods for LPWANs will be given in Section 4.
Energy consumption models for LPWANs
LPWAN devices need to operate multiple years on a single battery charge.
As such, energy consumption is one of the prime criteria for evaluating the feasibility of LPWAN software updates. Surprisingly, experimental measure-115 ments that compare energy/power consumption of LPWAN devices could only be found in [14] which compares the performance (bit-rate vs. energy) for different LoRa modes with a proprietary narrow-band and ultra-narrow band solution. Therefore, in this section, different LPWAN technologies will be compared based on input gathered from radio transceiver data-sheets. The current selec-120 tion is limited to radio modules that clearly specify the power consumption and receiver sensitivity information for a particular MCS configuration. The gathered data is summarised in Based on the input from Table 2 it is clear that increased down-link range 130 (i.e. RX sens ) comes at the cost of a higher energy consumption and lower data rate. Figure 2 plots the charge (in micro Coulomb) required to receive one bit vs. the receiver sensitivity (in dBm).
• For IEEE-802.15.4g, the OFDM option has the lowest sensitivity, followed by the narrow-band option that increases the line-of-sight (LOS) range 135 nearly by a factor 8 (e.g. +17dB) at the cost of a 9 time higher charge.
The spread spectrum option (MR-QPSK DSSS) further increases the LOS range by a factor 3 (e.g. +9dB), again requiring 9 times more charge.
• For LoRa, increasing the spreading factor (SF) by one, always results in an increased LOS range of +-50% while requiring +- The expression includes down-and up-link bit-rate (resp. R d and R u ), message size in bits (resp. L d and L u ) and success probability (resp. p d and p u ). The power required to run the transmitter (receiver) circuitry is expressed by P t (P r ). The formulae in Equation 1 have two parts: (1) send/receive a packet; (2) receive/send acknowledgement. The first part contains both the success probability for down-and uplink (resp. p d and p u ) because a data packet retransmission can be triggered when loosing either a data packet or an acknowledgement.
The second part (i.e. sending the ack) only occurs after a successful packet transmission/reception.
Note that Equation 1 overestimates the energy because it assumes that all failed packets are fully received while in many cases the receiver can go to idle mode earlier.
Applying the model to different LPWAN technologies
In order to apply the aforementioned model on LPWANs, several assumptions are made.
• First, a single hop topology with a single mains-powered gateway is assumed. Therefore, only the energy consumption of the battery-powered end-devices is calculated (i.e. E[e r (i, j)]).
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• Second, it is also important to take into account the maximum payload def C a l c u l a t e E n e r g y P a c k e t ( T packet , T ack , Pr , Pt , p d , pu ) : 4. Over-the-air update methods for LPWANs Table 3 gives an overview of 3 different OTA software updates methods that 245 can be applied in constrained LPWANs [13] :
• Firmware-based, with or without binary differential patching.
• Dynamic linking of binary code on the constrained devices, further divided based on the bindings between code blocks (either strict of loose).
• Pre-linking (i.e. offline on a more powerful computer) of binary code, 250 again divided based on the binding type. The following subsections detail each of the aforementioned update methods. Among all approaches, the bandwidth and latency overhead is the highest since the entire image must be distributed. Moreover, firmware updates require a system reboot and state recovery which is highly disruptive.
To make the update process more efficient in terms of bandwidth and latency, 270 binary differential patching techniques can be used in order to reduce the size of can also be applied to the methods discussed in the next subsections.
Currently there are a number of companies that are developing mechanisms to enable OTA firmware updates [20, 21, 22] .
Dynamic linking
Another approach is to use a linker that is able to install software components 
Script interpreters
Another possible method, not mentioned in Table 3 , relies on script interpreters for enabling upgrade-ability. Due to the run-time interpretation, scripts can be added or updated after deployment. Some well-known scripting languages like Python[23] and JavaScript [24] were already ported to embedded 330 devices. Despite this, they still require a substantial amount of memory and CPU overhead. Moreover, they work on top of existing operating system and network stack functionality, limiting the scope to the application layer. For these reasons scripts are not suited for the low-capability hardware platforms targeted in this paper. 335 
Feasibility of OTA software updates in LPWANs
In order to evaluate the feasibility of OTA software updates in LPWANs, the size of the update must be known. First, the transaction size is determined,
i.e. the minimal number of bytes that need to be transferred to a device in order to allow a software update using a particular update method. Afterwards, the 340 energy cost is estimated for the different LPWAN technologies based on the energy models discussed in Section 3. All results presented in this paper and an implementation of the energy models, can be accessed online [25] .
Three different scenario's are considered:
• Full operating system update. For example, updating the embedded OS 345 from Contiki 3.0 to Contiki 3.1.
• Single application update. For example, upgrading a simple application to a more robust applications with acknowledgements and retransmissions.
• Low level network protocol update. For example, updating the MAC protocol from ContikiMAC 3.0 to ContikiMAC 3.1.
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In the first scenario only a full firmware update is possible, since the entire code is susceptible to changes in a version update. In the second scenario all update methods described in Section 4 are possible, while in the third scenario, only firmware-based and code compiled with a loosely coupled binding model can be used 1 . glance, it also seams surprising that an application update requires more bytes than a version update. This is because the application update scenario was created in Contiki 3.1 and logic (i.e. ROM/RAM) was added, hence the larger file size. The overall impact on the energy consumption will be investigated in the following subsections.
365 Table 4 also estimates the minimal installation energy cost, calculated using Equation 2. It is defined as the cost to write n elf bytes to store the ELF file, read the same n elf bytes for processing (linking and relocating) and copying the processed ROM and RAM bytes (resp. n rom and n ram ) to the correct memory location. The energy cost to write/read a single byte to ROM/RAM is denoted as E write rom , E read rom , E write ram and E read ram and listed in Table 5 for the 32-MhZ CC2538 micro-controller 2 . Note that the CPU processing for the ELF file is not accounted, only the copy and read operations are calculated.
The terms in Equation 2 estimates the cost to: (1) write the elf file to ROM;
(2) read the ELF file for processing; (3) write the relocated ROM; and (4) write the relocated RAM. arguable that software updates are feasible but this also depends on the overall requirements in terms of battery lifetime and application data rate. To put this in perspective, for SigFox a version update equals 1672 up-link messages in terms of energy cost. This is actually quite a high number (e.g. equals 69 days of energy for an hourly report interval). A version update for LoRa SF12 only 415 costs the same energy as 228 up-link messages, reducing the battery lifetime 9.5 days, which is much more reasonable.
Scenario 2: application updates
For application updates all methods discussed in Section 4 can be used. In this case, a simple application that reports sensor data upstream was extended 420 with acknowledgements and re-transmissions. As all methods can be applied, it is a good case study to compare the update methods. Figure 6 depicts is much bigger. Compared to the other methods, firmware upgrades require respectively 12.3 (dyn. linking strict binding), 6.4 (dyn. linking loose binding), 430 34.2 (pre-linking strict binding) and 18.5 times (pre-linking loose binding) times more energy on average.
• Using a pre-linker reduces the energy cost with a factor 2.8 compared to a dynamic linker. This reduction is caused entirely by the smaller file size. A linked ELF file only contains the actual code, ELF file header and 435 program headers. All relocation entries, the symbol table and string table can be omitted from the file. On the other hand, this method requires that the pre-linker is perfectly aware of the existing firmware memory map and the free memory locations of each device.
• Using a loose binding model (i.e. code that can be re-linked at run-time) 440 increases the energy cost with a factor 1.9 compared to a strict binding model. The larger file size is a consequence of the increase in ROM/RAM required to make the code re-linkable at run-time by replacing direct function calls with indirect calls using function pointers in a jump table.
• To update or add an application with a pre-linked ELF file that uses strict binding only requires less then 10 uplink messages for most technologies except SigFox that requires 50 uplink messages. The dynamic variant requires less then 0.007% more battery for most technologies (0.10% for SigFox). Using a loose binding model with a dynamic linker requires between 34 and 267 uplink messages. Combining a loose binding model 450 with a pre-linker reduces this further to 12 and 91 uplink messages.
Overall, it can be concluded that adding or updating an application is feasible using all methods. By applying more sophisticated methods, instead of firmware updates, the overall energy cost can be greatly reduced. Among these alternatives there is a clear trade-off between energy cost and update scope, i.e.
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allowing more modules to be updated requires more energy. Moreover, there is also a trade-off between energy cost and update complexity, i.e. a more complex update system using a pre-linker consumes less energy on the end-device.
For the specific application update considered in this example, over-the-air updates require between 84% and 97% less energy than a full firmware update, 460 depending on the update method.
Scenario 3: MAC updates
The third scenario considers the upgrade of a MAC protocol because MAC protocols have a large impact on the energy consumption as they directly control the radio, which dominates the overall energy usage. Moreover, given the com-465 plexity of the algorithms inside MAC protocols they are also very susceptible to software bugs. This makes them a primary targets for software updates.
Due to their strong interaction with hardware components and other network protocols, networking protocols can only be updated using firmware updates or by using a loose binding model that allows re-linking code blocks at run-time.
470
For the latter, again two linker options are available: a) a dynamic linker, i.e. on the device; b) a pre-linker, on the gateway/update server. kHz SF7 and SigFox UNB).
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• The overall energy cost of a firmware-based MAC update is similar to the previous two scenarios.
• Updating a MAC protocol using a dynamic linker reduces the number of uplink messages that can be sent between 62 (LoRa SF11, 125 kHz) and 491 (SigFox), while decreasing the energy cost by a factor 3.5 compared 480 to a full firmware update.
• Using a pre-linker decreases the average energy cost with a factor 8. Normal vs. patched ELF: SigFox Energy Cost Figure 8 : Impact of binary differential patching techniques for the different update scenario's for SigFox. Note that a linear scale is used.
Impact of binary differential patching
The results shown until now did not use binary differential patching techniques for reducing the number of bytes that need to be transferred. However, despite the additional complexity and memory usage, it is worth investigating 490 how much energy can be saved using differential patching mechanisms. 
The size of the patched update listed in Table 6 were obtained using JojoDiff[27], a patch utility tailored for memory constrained devices. Compared to Table 4 , the patched version clearly lowers the number of bytes that need to be transferred but increases the energy required during installation because the new file 495 must be created based on the old file and the patch. The first three terms in Table 5 . Non surprisingly, the biggest reduction is obtained when applying patching techniques on full firmware update method lowering the energy cost with a factor 1.8 (version update), 5.5 (application update) and 3.5 (mac update).
Nevertheless there is still a significant difference with the other methods espe-505 cially when considering the reduction in uplink messages that can be sent after the update. The impact of patching on the other methods is less prominent except for the dynamic linker of a MAC update using code with a loose binding model (i.e. a factor 1.9).
Impact of packet loss and link symmetricity 510
The previous results assume symmetric links and a packet delivery ratio of 100% both in the downlink and uplink (i.e. p d = p u = 1 in Equation 1). In realistic scenario's however, this will not be the case. Figure 9 illustrates the effect of symmetric packet loss on the energy cost for performing a firmware-based version update. Note that a linear scale is used. 
Conclusion
This paper investigates the feasibility of providing over-the-air software updates for emerging LPWAN technologies. For this purpose, the down and uplink 535 energy usage of several LPWAN technologies (i.e. IEEE-802.15.4g, LoRa and SigFox) was compared for three different scenarios: a full system update, application updates and network protocol updates. Table 7 summarises the results and indicates the most efficient update method in for each scenario. Ideally, full system updates are done using firmware updates with differential patches, 540 application updates are done using pre-linked code with strict binding models Note that a linear scale is used. and network stack updates using pre-linked code with loose binding models.
The results indicate that software updates, and downlink transactions in general, are feasible in LPWANs. Nevertheless, full firmware upgrades consume a substantial amount of energy, especially for the lowest bit-rate LPWAN 545 technologies such as SigFox which drains the batteries with 1.1% when performing a version update, compared to only 0.000115% for the OFDM based IEEE-802.15.4g technology. The results also show that 10% packet loss leads to +-30% increase in energy usage for symmetric links and +-15% increase for asymmetric links (i.e. no packet loss in downlink). In the former case it is better 550 to switch to a lower bitrate modulation, if the packet loss is +-20% less using the lower bitrate modulation.
In contrast, application updates and network protocol updates require between 0.000004% and 0.25% of the battery depending on the update method and LPWAN technology.
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Overall, it can be concluded that over-the-air updates are possible even for constrained LPWAN networks on condition that a suitable update approach is selected. As such, over-the-air updates will become increasingly important in 
