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In questa tesi viene discussa la realizzazione di una waveform SDR di tipo 
SCA-compliant che realizza un trasmettitore per comunicazioni voce aeronautiche 
nella  banda VHF 118 – 137 MHz, per canali con spaziatura di 8,33 KHz. 
Questa waveform è stata progettata per essere eseguita su un moderno PC di 
fascia media con il proposito di non andare a sfruttare più del 50% delle risorse 
(RAM, CPU) e in modo da poter tranquillamente girare insieme ad altri programmi in 
esecuzione. 
Durante le fasi di sviluppo è stato utilizzato da prima un vecchio computer 
dotato di processore dual-core a 1,8 GHz e 2 GB di memoria RAM. Successivamente 
tale PC è stato sostituito con un modello più moderno dotato di processore quad-core 
(dotato di hyper-threading e quindi con otto core virtuali) a 2,2 GHz, con 6 GB di 
memoria che ha presentato un aumento delle prestazioni di un fattore superiore a 10. 
In questo primo capitolo viene presentato il mondo SDR e SCA, con i 
propositi e i vantaggi che essi introducono e loro difetti e limiti. Inoltre vengono 
introdotti il toolkit GnuRadio con la periferica USRP2 e il framework di sviluppo 
OSSIE per la realizzazione di waveform SCA-compliant. 
Nel secondo capitolo viene esposta, in breve, la normativa che regolamenta le 
trasmissioni voce in banda VHF e gli apparati da utilizzare con indicazione dei relativi 
organi di riferimento e descrizione dello standard. 
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Il terzo capitolo presenta una prima versione della waveform poco efficiente, 
realizzata seguendo i blocchi di un trasmettitore ideale AM. Successivamente viene 
descritta la versione definitiva realizzata passando per il dominio della frequenza 
attraverso una FFT all’inizio della catena e una IFFT in fondo ad essa. 
Il quarto capitolo riassume i risultati ottenuti dai test condotti e le prestazioni 
della waveform, testata su un ricevitore commerciale che con un ricevitore SDR 
implementato in GnuRadio. 
Il quinto e ultimo capitolo raccoglie le conclusioni e lancia spunti per possibili 
miglioramenti. In fine sono raccolte le appendici contenenti parte del codice 
sviluppato e altre tabelle di supporto allo sviluppo. 
1.2. Il mondo SDR 
Un dispositivo Software Defined Radio (SDR) è un apparato in grado di 
lavorare su un ampia banda di spettro e adatto a ricevere/trasmettere secondo standard 
differenti, semplicemente con una sostituzione o aggiornamento del firmware e senza 
la necessità di effettuare modifiche sull’hardware in uso. 
L’idea della SDR consiste nel far svolgere la maggior parte delle funzioni atte 
alla realizzazione del segnale o alla sua codifica/decodifica, a elementi 
riprogrammabili via software, permettendo così con un'unica piattaforma di cambiare 
lo standard di comunicazione semplicemente grazie ad un aggiornamento del 
firmware trasformando, per esempio, un apparto UMTS in uno Wi-Fi oppure 
passando dalla ricezione di una stazione radio FM alla visualizzazione di un canale 
DVB-T senza cambiare la piattaforma harware. 
Per la realizzazione di un dispositivo radio è necessario un front-end a radio 
frequenza sempre uguale (o comunque con piccole differenze), mentre invece il resto 
del processing può essere svolto da elementi ri-programmabili introducendo uno 
stadio che colleghi il mondo digitale e quello analogico (DAC o ADC). 
Cap.1 - Introduzione 
6 
 
La realizzazione del segnale in ingresso al DAC prima della conversione a 
radio frequenza (o dopo la conversione in banda base e l’uscita dell’ADC) viene detta 
waveform, ed è quella la parte che distingue uno standard dall’altro, nonché ciò che 
nelle SDR è affidato ad elementi ri-programmabili; cambiare waveform vuol dire 
cambiare standard di comunicazione. 
Tutto questo è possibile grazie all’introduzione dei Digital Signal Processors 
(DSPs) e delle Field Programmable Gate Arrays (FPGAs), nonché alla sempre 
maggior capacità computazionale dei moderni General Purpose Processors (GPPs), 
che riescono a svolgere funzioni fino a poco tempo fa realizzabili solo da Application 
Specific Integrated Circuits (ASICs). Nonostante le migliori prestazioni presentate 
infatti da questi ultimi, i lunghi tempi di progettazione nonché l’elevato costo di 
produzione di un prototipo (risultano economicamente vantaggiosi solo se realizzati in 
gran numero) rende vantaggioso un approccio di tipo SDR per nuove tecnologia in 
rapido aggiornamento e sistemi di comunicazione specifici per prodotti di nicchia. 
Una piattaforma su cui è realizzata una SDR solitamente è composta da un 
front-end a radiofrequenza (filtro, convertitore in banda base e ADC/DAC), uno o più 
DSP/FPGA/GPP e delle memorie su cui è salvato il firmware. Con queste sole 
componenti hardware e possibile realizzare praticamente qualsiasi tipo di 
ricevitore/trasmettitore radio semplicemente utilizzando la giusta configurazione 
software, senza bisogno di aggiungere o modificare nessun componente fisico. Al 
cambiare dello standard basterà sostituire la waveform per continuare ad utilizzare la 
stessa piattaforma. 
Tutto questo può risultare molto importante soprattutto in fase di sviluppo di 
una nuova tecnologia di comunicazione, durante la quale può essere necessario 
svolgere diversi test prima di arrivare allo standard vero e proprio. 
Un implementazione SDR è quindi: 
 Flessibile alle modifiche di standard e/o tecnologia di comunicazione; 
 In grado di funzionare su piattaforme hardware differenti; 
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 Adatta alla realizzazione di prototipi; 
 Semplice da aggiornare; 
 Economicamente valida soprttutto per applicazioni di nicchia. 
Non volendo trascurare però i difetti dell’approccio SDR, è utile precisare 
anche il fatto che solitamente un sistema di questo tipo tende ad avere consumi di 
potenza più elevati rispetto a soluzioni strettamente hardware (cosa che potrebbe 
risultare non trascurabile per dispositivi portatili), ed inoltre la potenza di calcolo di 
una FPGA o di un GPP risulteranno sempre inferiori a quelle di un ASIC progettato e 
realizzato appositamente per quello scopo. 
1.3. Il framework GnuRadio e la periferica USRPv2.0 
Tra i vari framework di sviluppo presenti per la realizzazione di waveform 
SDR, non si può non citare GnuRadio [1]: un progetto nato nel 2001 ad opera di Eric 
Blossom, che ha raggiunto uno sviluppo completo solo nel 2004. Grazie a questa 
raccolta di tool è possibile trasformare ogni PC su cui è installato in un 
ricevitore/trasmettitore radio. 
GnuRadio è un progetto open-source e fornito sotto General Public License 
(GPL) realizzato per ambienti Linux. Raccoglie un pacchetto molto vasto di strumenti 
per la creazione di SDR, librerie e componenti precostruite. Risulta semplice da 
installare e ancora più semplice da utilizzare grazie al tool grafico GnuRadio 
Companion (GRC), nel quale ogni componente logico è rappresentato da un semplice 
“blocchetto” con relativi ingressi ed uscite, le quali possono essere facilmente 
connesse ad altri componenti per realizzare waveform più o meno complesse. 




Figura 1.1 – GnuRadioCompanion (GRC). 
La realizzazione di un nuovo componente (raramente necessario per via della 
vasta libreria già presente), risulta anche essa relativamente semplice per chi ha 
conoscenze basilari di programmazione in c++ e python. 
Il front-end a radiofrequenza è affidato all’Universal Software Radio 
Peripheral (USRP) prodotta dalla Ettus Research [2]: un componente relativamente 
piccolo ed economico, dotato di tutto il necessario per trasmettere e ricevere segnali 
radio a banda larga ed in grado di comunicare con il personal computer (PC) 
attraverso una semplice porta USB (o un collegamento Gigabit Eterneth nel caso della 
versione 2.0). Essa lavora ricevendo dal PC (o trasmettendo a questo) i campioni 
dell’inviluppo complesso del segnale radio. La sampling-rate può essere cambiata 
grazie a un interpolatore/decimatore montato dentro la USRP in modo da poter 
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adattare la frequenza di campionamento alla banda del segnale senza avere un 
esagerato fattore di sovra campionamento (che tra l’altro potrebbe andare a 
sovraccaricare la capacità trasmissiva del collegamento tra USRP e PC). 
 
Figura 1.2 – Pannello di un USRP2 
L’USRPv2.0 è composta da una motherboard più una doughterboard 
sostituibile (che è il vero e proprio front-end a RF) a seconda delle frequenze sulle 
quali si desidera lavorare e della banda necessaria. 
La motherboard contiene: 
 Una FPGA che si occupa di gestire l’USRP e i dati ricevuti dal 
computer; 
 Un’interfaccia Gigabit Ethernet per la comunicazione con il PC; 
 Due ADC da 14 bit che lavorano a 100 MS/s; 
 Due DAC da 16 bit che lavorano a 400 MS/s; 
 Due interpolatori per portare il segnale ricevuto dalla LAN alla 
frequenza di campionamento del DAC; 
 Due decimatori preceduti da relativi filtri digitali di Nyquist in uscita 
dagli ADC; 
 Un lettore di schede SD sulla quale viene caricato il firmware della 
FPGA. 
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La doughterboard invece si occuperà del passaggio dalla banda base alla 
radiofrequenza con gli eventuali filtraggi necessari. È in grado di lavorare a banda 
larga e sostituendola si può coprire la quasi totalità dello spettro radio attualmente 
utilizzato. 
 
Figura 1.3 – USRP2 con WBX aperta. 
Grazie all’interfaccia Gigabit Ethernet è possibile inviare/ricevere un segnale 
complesso (canale I più canale Q) campionato, per esempio, su 16 bit alla symbol-rate 
di 25 MS/s, oppure con un campionamento su 8 bit fino a 50 MS/s, così da lavorare su 
segnali con banda fino a 50 MHz
1
. 
                                                          
1
 Questa limitazione è dovuta alla velocità massima di 1 Gbps sulla Gigabit Ethernet. 
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1.4. La Software Communications Architecture (SCA) 
SCA è uno standard aperto sviluppato dal United States Department of 
Defence e definisce  un framework che permette di implementare sistemi SDR 
particolarmente flessibili, in cui il funzionamento della parte software non sia 
dipendente dall’hardware specifico sulla quale essa viene eseguita (platform). 
L’idea di SCA è quella di aumentare la flessibilità di una SDR permettendo 
l’applicazione di una waveform su dispositivi differenti, nonché semplificarne 
l’aggiornamento in quanto i blocchi che la compongono vengono resi indipendenti tra 
di loro e facilmente sostituibili. 
 
Figura 1.4 – Struttura schematizza dell’ambiente operativo di SCA. 
I vari componenti realizzati (quali per esempio un generatore di sinusoidi, un 
modulatore o un amplificatore) comunicano tra di loro e con l’hardware attraverso 
interfacce standard (porte), utilizzando la Common Object Request Broker 
Architecture (CORBA)  [3]. 
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CORBA è uno standard utilizzato anche al di fuori di SCA ed SDR, che 
permette la comunicazione tra moduli scritti in linguaggi differenti su piattaforme 
differenti. 
Ogni componente, indipendentemente da come svolge le sue funzioni, è dotato 
di porte standard descritte in Interface Definition Language (IDL), ovvero un 
linguaggio descrittivo con istruzioni indipendenti dal linguaggio di programmazione e 
dall’ambiente operativo. Ognuna di queste porte viene rispettivamente identificata da 
un indirizzo univoco e collegata alle altre attraverso richieste inoltrate all’Object 
Request Broker (ORB) che gestisce le connessioni e la comunicazione tra i 
componenti mediante connessioni di tipo  client/server. 
 
Figura 1.5 – Modello inoltro richiesta client-server in CORBA. 
Lato client le richieste vengono inoltrate verso il server, ma sono intercettate 
dall’ORB che presenta al client uno stub, ovvero un proxy del server al quale era 
diretta la richiesta. Intanto l’ORB inoltra a quest’ultimo la richiesta presentandosi ad 
esso attraverso lo skeleton (ovvero un proxy del client); la risposta avviene nel 
medesimo modo, ma in verso opposto. 




Figura 1.6 - Modello inoltro richiesta client-server con ORB differenti. 
Se il client e il server non sono connessi dallo stesso ORB,  la comunicazione 
tra i due avviene in modo simile, con l’aggiunta di un passaggio di comunicazione tra 
i due ORB differenti attraverso il General Inter-ORB Protocol (GIOP), che 
affidandosi a un protocollo di trasporto (purché connection oriented) permette la 
comunicazione tra oggetti situati anche su macchine differenti. Una particolare 
implementazione del GIOP è l’Internet Inter-ORB Protocol (IIOP) che si avvale del 
TCP/IP. 
CORBA si occupa anche di gestire la comunicazione tra la waveform e le 
periferiche hardware, mediante opportune API, implementando di fatto la vera e 
propria “colla” di SCA. 
1.5. Un SDR framework SCA-compliant: OSSIE 
Per la realizzazione di questo progetto, come framework di lavoro è stato 
utilizzato Open-Source SCA Implementation Embedded (OSSIE) [3]. Nonostante essa 
sia ancora una piattaforma neonata e contenga diversi bugs, risulta essere la miglior 
scelta se si desidera lavorare con SCA senza dover andare ad acquistare costosi 
ambienti di sviluppo, quale ad esempio lo Spectra Core Framework della PrismTech 
[4]. 
OSSIE è infatti un progetto open-source in continuo aggiornamento, già dotato 
di diversi componenti precostruiti (anche se non quanti quelli di GnuRadio) tra cui 
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troviamo anche le interfacce necessarie per comunicare con la periferica USRP e 
USRP2. Per utilizzare quest’ultime risulta necessario installare i relativi driver 
assieme a GnuRadio, e il problema maggiore, in effetti, è stato proprio quello di 
soddisfare le dipendenze tra questi due programmi. 
La struttura modulare di OSSIE permette però di rimuovere o aggiungere con 
facilità componenti del programma senza dover reinstallare tutto da capo, rendendo 
più facile la correzione di alcuni bug riscontrati nonché l’aggiornamento di diversi 
moduli necessari per il corretto funzionamento della waveform sviluppata. 
Come ambiente di sviluppo grafico è stato utilizzato Eclipse, con il plugin 
OSSIE Eclipse Feature (OEF), che permette la semplice creazione di componenti e di 
waveform. 
 
Figura 1.7 – OSSIE e i suoi strumenti di lavoro per la realizzazione e test delle waveform. 
Per la realizzazione del progetto presentata in questa tesi abbiamo utilizzato 
come framework di sviluppo OSSIE v0.8.2, con le librerie dell’USRP e USRP2 di 
GnuRadio v3.4.2; il tutto è stato fatto girare sul sistema operativo Ubuntu 11.04 
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(versione desktop a 32 bit). Come periferica hardware è stata utilizzata una USRP2 
con una doughterboard WBX, che permette di lavorare su una banda compresa tra 50 




 Lo Standard di comunicazioni 
aereonautiche in banda VHF 
2.1. Legislazione vigente ed organismi di riferimento 
Le telecomunicazioni in ambito aeronautico sono regolamentate, a livello 
europeo, dal European Frequency Coordinating Body dell’International Civil 
Aviation Organization (ICAO), nel documento Annex 10: Aeronautical 
Telecommunications  [4]. 
Questo documento è suddiviso in cinque volumi che trattano dei vari sistemi di 
comunicazione radio per quanto riguarda l’aviazione civile, e nello specifico essi 
sono: 
 Vol. I: Radio Navigation Aids; 
 Vol. II: Communication Procedures including those with PANS status; 
 Vol. III: Communication Systems; 
o Part I: Digital Data Communication Systems; 
o Part II : Voice Communication Systems; 
 Vol. IV: Surveillance Radar and Collision Avoidance Systems; 
 Vol. V: Aeronautical Radio Frequency Spectrum Utilization. 
È di nostro interesse il contenuto del Vol. III – Part II, nel quale possiamo 
trovare la regolamentazione riguardante le comunicazioni voce in banda VHF tra 118 
Cap.2 - Lo Standard di comunicazioni aereonautiche in banda VHF 
17 
 
e 137 MHz. Esiste la possibilità di estendere la banda di trasmissione per le frequenze 
aggiuntive 137 – 156 MHz e 108 – 118 MHz (purché le trasmissioni in quest’ultima 
banda non interferiscano con le trasmissioni FM broadcast). 
La vecchia normativa prevedeva una canalizzazione con passo di 25 KHz, ma 
l’aumento del traffico aereo, a cui è seguita una richiesta maggiore di canali di 
trasmissione, ha reso necessario il passaggio a una canalizzazione più stretta. È stato 
scelto quindi di sostituire i vecchi canali con nuovi in cui il passo di canalizzazione è 
pari a 8,33 KHz, triplicando il numero dei canali voce disponibili
1
. 
La Tabella 2.1 seguente mostra un esempio della numerazione di canale per le 
frequenze comprese tra 118 e 118,05 MHz. Una tabella più completa è presente 
nell’Appendice A. 
Frequenza Modo d’uso Numero di canale 
118,0000 MHz 25 KHz DSB-AM 032.01 
118,0000 MHz TDMA slot 1 032.02 
118,0000 MHz TDMA slot 2 032.03 
118,0000 MHz TDMA slot 3 032.04 
118,0000 MHz TDMA slot 4 032.05 
118,0000 MHz 8,33 KHz DSB-AM 032.06 
118,0083 MHz 8,33 KHz DSB-AM 032.07 
118,0167 MHz 8,33 KHz DSB-AM 032.08 
118,0250 MHz 8,33 KHz DSB-AM 032.09 
118,0250 MHz 25 KHz DSB-AM 032.10 
118,0250 MHz TDMA slot 1 032.11 
118,0250 MHz TDMA slot 2 032.12 
118,0250 MHz TDMA slot 3 032.13 
                                                          
1
 Questa spaziatura prevede che i vecchi canali da 25 MHz siano divisi esattamente in tre nuovi canali, 
per cui in realtà avremo un canale da 8,4 KHz ogni due da 8,3 KHz. Per qualsiasi dubbio le frequenze 
effettive di ogni canale risultano tabulate. 
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Frequenza Modo d’uso Numero di canale 
118,0250 MHz TDMA slot 4 032.14 
118,0333 MHz 8,33 KHz DSB-AM 032.15 
118,0417 MHz 8,33 KHz DSB-AM 032.16 
118,0500 MHz 8,33 KHz DSB-AM 032.17 
118,0500 MHz 25 KHz DSB-AM 032.18 
Tabella 2.1 – Esempio di alcuni canali radio VHF e loro numerazione. 
I canali così divisi, assieme ai vecchi canali spaziati di 25 KHz e ai canali 
TDMA dati, vengono numerati come in Tabella 2.1, a partire dal canale 032.01 per la 
modulazione da 25 KHz DSB-AM alla frequenza di 118 MHz
2
, fino al 092.80 per 
l’ultima modulazione 8,33 KHz DSB-AM alla frequenza di 136,9917. 
In totale sono disponibili 6'080 canali
3
, di cui 760 per la voce con il vecchio 
passo di canalizzazione a 25 KHz, 3’040 canali per la trasmissione dati digitali e 
2’280 per le trasmissioni voce con passo di 8,33 KHz. 
Dal 7 ottobre 1999 tutti gli aeromobili che vogliono attraversare la zona EUR 
al di sopra di FL 245, devono essere dotati di apparati radio in grado di 
trasmettere/ricevere con passo di canalizzazione a 8,33 KHz, anche se in Italia le cose 
sono andate un po’ a rilento. Infatti per gli aeromobili operanti esclusivamente 
all’interno dei nostri confini nazionali, è stato possibile continuare a navigare anche 
senza apparecchi in grado di selezionare i nuovi canali, fino al Giugno 2001. 
Per quanto riguarda la normativa relativa ad apparati terrestri per trasmissioni 
aeronautiche in banda VHF, essa è regolamentata dallo standard ETSI EN 300 676 [5] 
nel quale sono inserite le specifiche richieste per i dispositivi radio atti a trasmettere e 
ricevere trasmissioni nelle banda 118 – 137 MHz alla quale siamo interessati, più le 
bande estese 108 – 118 MHz e 137 – 156 Mhz. 
                                                          
2
 I canali dal 000.01 al 032.00 sono riservati per la banda estesa compresa tra 108 e 117,975 MHz. 
3
 Ovviamente non è possibile trasmettere contemporaneamente dati su uno slot TDMA e voce sulla 
stessa frequenza, per cui dei 6'080 canali solo una parte potrà essere attiva contemporaneamente. 
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Le specifiche del segnale per le due bande estese risultano essere le medesime 
di quelle per la banda 118 – 137 MHz, con l’aggiunta che per la banda 108 – 118 
MHz deve essere fatta particolare attenzione a non interferire con le vicine 
trasmissioni FM brodcast (87,5 – 108 MHz). 
2.2. Specifiche dei segnali utilizzati 
I segnali utilizzati per comunicazioni voce nella banda 118 – 137 MHz, 
devono essere modulati in ampiezza AM e Dual Side Band (DSB). Come riferimento 
per i limiti in trasmissione sono state seguite le specifiche estratte dal documento 
ETSI EN 300 676-1 v1.5.2, nel quale sono elencate le tipologie di test da eseguire con 
i relativi limiti di prestazioni per avere un trasmettitore a norma. 
Per quanto riguarda la stabilità dell’oscillatore nel tempo o la capacità di 
mantenere le prestazioni al variare della temperatura non è stato possibile modificarle 
e non sono stati condotti test, poiché queste specifiche dipendono esclusivamente 
dagli apparti hardware, e nel nostro caso dalle specifiche tecniche dell’USRP2. 
Nonostante questo, in condizione ambientali normali, la periferica non risulta aver 
problemi nel rientrare all’interno delle specifiche richieste. Risulta comunque da 
precisare che è necessario inserire un filtro ARF che vada a tagliare eventuali spurie in 
trasmissione poste al di fuori della banda di trasmissione, in quanto l’USRP2 non 
fornisce garanzie al di fuori della banda usata (mentre invece restituisce uno spettro 
molto pulito all’interno della banda di trasmissione). 
Per quanto riguarda la risposta in frequenza dell’apparato, come test è richiesto 
di modulare la portante con un tono variabile tra 300 Hz e 5 KHz, ottenendo i seguenti 
risultati: 
 Variazioni comprese tra +2 e -4 dB per frequenze inferiori a 2,5 KHz 
(rispetto al tono a 1 KHz); 
 Segnale ad almeno -25 dB a 3,2 KHz (sempre riferito al tono ad 
1KHz).  




Figura 2.1 – Maschera della risposta in frequenza del trasmettitore. 
Per quanto riguarda invece le caratteristiche di modulazione, effettuando un 
test con un tono di 1 KHz come segnale modulante, è richiesta una profondità di 
modulazione pari all’85% in condizioni ambientali normali, definita dalla formula: 
(2.1) 
    
         
         
  
Dove am è la profondità di modulazione, mentre VMax e VMin sono 
rispettivamente il picco di tensione massimo e minimo del segnale modulato, durante 
un ciclo del segnale modulante.  
Possiamo notare che se ipotizziamo il segnale realizzato dalla formula: 
 ( )  (     ( ))     (      )   
Allora, considerando x(t) un segnale sinusoidale con ampiezza unitaria e 
frequenza molto più bassa rispetto a quella della portante, avremo: 
(2.2) 
          
(2.3) 
          
(2.4) 
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La profondità di modulazione equivale quindi all’indice di modulazione 
utilizzato come fattore moltiplicativo durante la modulazione
4
. 
                                                          
4
 Questa precisazione risulta necessaria per via della non sempre uguale definizione della profondità di 




 Implementazione SDR SCA-
compliant di un trasmettitore VHF 
aeronautico 
3.1. Schema ideale di un trasmettitore VHF aeronautico 
Un trasmettitore ideale per trasmissioni aeronautiche voce, in banda VHF, 
risulta molto semplice da realizzare ed è composto da: 
 Microfono; 
 Controllo automatico di guadagno; 
 Filtro audio; 
 Modulatore AM; 
 Conversione a radio frequenza; 
 Amplificatore di potenza (che funziona anche da filtro); 
 Antenna. 




Figura 3.1 – Trasmettitore DSB-AM. 
La complicazione della catena aumenta quando si desidera la trasmissione di 
più segnali audio su vari canali disposti a piacere all’interno della banda di 
trasmissione. 
La realizzazione di un trasmettitore-multiplex si può realizzare mettendo in 
parallelo tanti rami simili a quello di Figura 3.1, solo che invece di passare 
direttamente a radiofrequenza, si effettua un salto intermedio in cui viene selezionato 
il canale e posto il segnale voce sulla frequenza relativa. Dopo questo passaggio, 
sommando le uscite dai vari rami, avremo l’equivalente in banda base dello spettro tra 
118 e 137 MHz e sarà sufficiente una conversione a radio frequenza per poter 
trasmettere. Da notare però che il segnale in uscita dal sommatore avrà una banda pari 
a quella di tutto lo spettro aeronautico VHF. 
Per poter trasmettere su tutti i canali disponibili è importante che l’High Power 
Amplifier (HPA) abbia una banda di lavoro in grado di coprire tutte le frequenze tra 
118 e 137 MHz ( 19 MHz di banda), cosa che potrebbe risultare complessa soprattutto 
se eseguita in digitale poiché richiede una frequenza di campionamento di 19 MS/s
1
. 
                                                          
1
 Nel caso in cui i campioni siano complessi bastano 19 MS/s per soddisfare Nyquist. 




Figura 3.2 – Trasmettitore di N canali AM DSB in parallelo. 
La complessità di questo ricevitore, come si può notare dalla Figura 3.2, 
aumenta linearmente con il numero dei canali che si desidera trasmettere, facendo si 
che, per esempio, la trasmissione di dodici canali sia computazionalmente due volte 
più costosa rispetto a trasmetterne sei e quattro volte rispetto a trasmetterne tre. 
Questo si può convertire in un proporzionale aumento dei costi se stiamo 
lavorando su un trasmettitore hardware, oppure in un aumento delle risorse utilizzate 
se è stato realizzato in software. 
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3.2. Soluzioni architetturali nel dominio del tempo 
La prima idea per realizzare la nostra waveform è stata quella di portare lo 
schema della Figura 3.2 in digitale e realizzare tutta la parte fino al sommatore via 
software. 
È utile analizzare lo schema di un singolo ramo con le relative frequenze di 
campionamento del segnale, poiché la parte successiva al sommatore viene svolta 
dall’USRP2 via hardware e non fa parte della waveform vera e propria. 
Il segnale all’uscita della scheda audio risulta campionato a una frequenza 
solitamente compresa tra 8 KS/s e 44,1 KS/s, selezionabile per le schede audio 
moderne (per comodità il segnale audio nel nostro caso è stato campionato a 25 KS/s). 
In ingresso al DAC, o nel nostro caso all’USRP2, ci serve un segnale 
complesso a 25 MS/s, che è il massimo che possiamo raggiungere e risulta coprire 
tutta la banda compresa tra 118 e 137 MHz. 
 
Figura 3.3 – Schema ramo di trasmissione in digitale. 
Per adattare la frequenza del segnale audio con quella necessaria alla fine delle 
catena, è necessario inserire un interpolatore prima del DDS, con un fattore di 
interpolazione pari a 1’000. 
Considerando che il segnale viene campionato su 16 bit, abbiamo che la prima 
parte della catena lavora a una velocità di 400 Kbps, richiedendo quindi un costo 
computazionale relativamente basso per il PC. 
Differentemente la seconda parte, che per fortuna risulta costituita solamente 
dal moltiplicatore, dal DDS e dal sommatore, lavora con un segnale complesso  
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campionato sempre su 16 bit, e quindi a una velocità complessiva di 800 Mbps. 
Risulta molto importante l’ottimizzazione dei componenti che lavorano a questa 
frequenza, poiché rappresentano la quasi totalità del costo computazionale della 
waveform. 
A cavallo tra questi due mondi si trova l’interpolatore che risulta 
probabilmente l’elemento più complesso della catena, in quanto deve “piazzare” tra un 
campione e l’altro altri 999 valori.  
3.3. La prima implementazione su OSSIE: problemi e soluzioni 
La realizzazione dei componenti fino all’interpolatore non ha presentato 
particolari problematiche, soprattutto poiché l’AGC, il campionatore e l’ADC sono 
assegnati alla scheda audio e ai suoi driver che svolgono queste funzioni egregiamente 
senza pressoché alcun costo computazionale per la CPU; in questa prima parte della 
catenea l’unica componente che ha richiesto qualche attenzione nel suo sviluppo è 
stato il filtro audio, durante la progettazione del quale si è dovuta prestare attenzione 
al rispetto delle specifiche richieste, ovvero un segnale non inferiore a -4 dB in 
corrispondenza di 2,5 KHz e non superiore a -25 dB alla frequenza di 3,2 KHz. 
Comunque ci si è accorti che la sua realizzazione non è risultata incidere 
pesantemente sulle prestazione finali dell’intera waveform. 
Il DDS è stato realizzato tabulando un ciclo di sinusoide su 2
13
 campioni, 
ognuno di tipo float (32 bit) salvati in memoria e utilizzati per realizzare le frequenze 
di tutte le portanti, per evitare di dover far svolgere un continuo calcolo di funzioni 
trigonometriche. 
La somma delle uscite dai vari rami è stata realizzata insieme alla 
moltiplicazione per la sinusoide, in modo da ridurre il numero di operazioni. 
Da precisare che in ingresso all’USRP2 è necessario mandare un segnale 
complesso di tipo short int, ovvero interi su 16 bit, mentre la scheda audio ci 
restituisce segnali reali di tipo short int e per effettuare la modulazione abbiamo la 
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necessità di lavorare con numeri float; è stato quindi necessario introdurre le seguenti 
conversioni di formato: 
 
Figura 3.4 – Schema a blocchi implementato. 
In particolare la trasformazione da float a short int alla frequenza di 25 MS/s è 
risultata un costo computazionale non trascurabile. 
Il vero problema però è stato la realizzazione dell’interpolatore, il quale 
avrebbe dovuto interpolare di un fattore 1000 il segnale audio in ingresso. 
Una prima idea è stata quella di realizzare un interpolatore relativamente 
“stupido”, quale per esempio un interpolazione a ripetizione o uno lineare, seguito da 
un filtro che eliminasse le spurie prodotte. Questa strategia si è rilevata più costosa 
rispetto all’implementazione diretta di un interpolatore più complesso, per cui alla fine 
è stato realizzato direttamente un interpolatore Root Raised Cosine (RRC), in cui le 
spurie fossero sufficientemente basse da rientrare nella maschera. 
Con uno schema di questo tipo non siamo riusciti a raggiungere la banda 
desiderata di 25 MHz, ma ci siamo dovuti accontentare di trasmettere un paio di canali 
su una banda di 3,125 MHz. 
Uno dei problemi di questo schema risulta infatti l’esagerato aumento di 
complessità proporzionale all’aumento del numero di canali che si desidera utilizzare. 
Per questo motivo abbiamo provato ad affrontare il problema con un approccio 
diverso nel dominio della frequenza. 
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3.4. Soluzioni architetturali nel dominio della frequenza 
Un idea che poi si è rilevata vincente, è stata quella di lavorare nel dominio 
della frequenza anziché nel dominio del tempo, introducendo una Fast Fourier 
Transform (FFT) all’inizio della catena e una Inverse FFT (IFFT) in fondo. 
Questo passaggio potrebbe sembrare un aumento inutile della complessità, ma 
in realtà semplifica molti aspetti, concentrando tutta la criticità della catane nell’IFFT 
finale che dovrà avere dimensioni particolarmente elevate. 
Così facendo non si presenta più la necessita di introdurre un complesso 
interpolatore poiché l’interpolazione si ottiene facendo un semplicissimo zero-padding 
nel dominio della frequenza come in Figura 3.5. 
Il filtraggio del segnale audio risulta anch’esso semplificato poiché basterà 
imporre a zero tutti i campioni successivi alla frequenza di taglio, ottenendo un 
filtraggio teoricamente perfetto in modo rapido e con costo computazionale pressoché  
nullo. 
 
Figura 3.5 – Filtraggio nel dominio della frequenza. 
 
Figura 3.6 – Interpolazione nel dominio della frequenza. 
Vale la pena spendere due parole sull’FFT e le varie librerie che la 
implementano. Come dice il nome stesso, questo è un algoritmo veloce rispetto ad un 
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metodo standard di calcolo della trasformata di Fourier, ovvero rispetto allo 
svolgimento dell’integrale necessario per la trasformata. 
Normalmente sarebbe richiesto un numero di circa M operazioni per ogni 
simbolo, dove M reappresenta il numero di campioni di cui e composta la sequenza, o 
nel nostro caso il numero di campioni di cui è costituito un blocco dati. La FFT riduce 
questo numero a log(M), accelerando così notevolmente lo svolgimento della 
trasformata. 
Se per esempio avessimo un blocco costituito da 1’024 campioni, un algoritmo 
non “fast” richiederebbe proprio 1'024 operazioni (circa) per ognuno di essi. Se invece 
usassimo una FFT ne basterebbero una decina per campione. 
Per far questo si usa una tecnica ricorsiva in cui anziché calcolare la 
trasformata l’intera trasformata direttamente, si spezza la sequenza e si calcolano le 
trasformate delle sotto sequenze così generate. Le sotto sequenze vengono a loro volta 
spezzate in sequenze più piccole e così via. 
Bisogna precisare che questo è un algoritmo “esatto” e non calcola un 
approssimazione ma bensì al trasformata corretta
2
. 
Esistono diverse librerie che implementano FFT, e per lo sviluppo di questa 
tesi abbiamo utilizzato la Fastest Fourier Transform in the West (FFTW) [6], che è la 
libreria usati di default da GnuRadio. Questa libreria presenta prestazioni eccezionali e 
implementa un gran numero di algoritmi FFT prima di eseguire la trasformata vera e 
propria, in modo scegliere quello che risulta effettivamente più veloce nel caso 
specifico. 
Il numero di diversi algoritmi tra cui fare il confronto può essere cambiato 
settando un’opzione, scegliendo cioè se fare una ottimizzazione più rapida 
raffrontando le configurazioni più comuni, o un analisi esaustiva che però richiederà 
più tempo. 
                                                          
2
 Da precisare che qui non stiamo tenendo conto della precisione di macchina che risulta finita, ma 
analiziamo l’algoritmo in astratto. Comunque se l’algoritmo lavora con numeri float il risultato finale 
verrà poco dissimile dal caso ideale. 
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L’ottimizzazione della trasformata viene effettuata all’avvio del programma e 
può richiedere anche diverse ore nel caso si desideri raffrontare tutte le possibili 
configurazioni (analisi esaustiva) e l’FFT in questione risulti di grandi dimensioni. 
Per nostra fortuna esiste la possibilità di salvare le configurazioni così ottenute 
in un file (operazione detta wisdom), in modo che ad un successivo avvio della 
waveform basti una rapida lettura a questo documento per evitare di dover effettuare 
nuovamente i confronti. 
È però importante ricordarsi che la configurazione trovata è ottimale solo per 
quella specifica trasformata su quella determinata macchina. In caso si desideri 
cambiare PC la wisdom precedentemente ottenuta sarà inutile, ed è consigliabile 
utilizzare file differenti per programmi differenti anche sullo stesso computer, poiché 
nell’ottimizzazione viene considerato anche il modo in cui è stata allocata la memoria 
che dipende dai programmi che vi stanno girando in quel determinato momento. 
La libreria FFTW dispone di diverse funzioni, le quali permettono di cambiare 
il tipo di dati con cui si lavora (int, float o double). La nostra scelta è ricaduta 
sull’utilizzo di dati float poiché non ritenevamo necessaria la precisione ulteriore 
fornitaci da dati di tipo double, mentre l’utilizzo di numeri int avrebbe dato errori 
troppo grossolani senza comportare un reale miglioramento delle prestazioni a livello 
computazionale. 
3.5. La versione finale del trasmettitore VHF aeronautico 
Lo schema della Figura 3.7 rappresenta ciò che è stato realizzato come 
soluzione finale. Sui collegamenti sono rappresentati le symbol-rate e le dimensioni 
dei campioni, in modo da rendersi conto delle velocità dei flussi dati. 




Figura 3.7 – Schema a blocchi del trasmettitore realizzato nel dominio della frequenza. 
Per esempio, notiamo che in ingresso all’USRP2 abbiamo un flusso di 12,5 
MS/s, con campioni complessi di 16 bit: questo implica una velocità trasmissiva di 
400 Mbps. In teoria sarebbe possibile arrivare fino a 25 MS/s
3
 (e quindi 800 Mbps) in 
modo da andare a coprire una banda doppia, però sembrerebbe che la scheda di rete 
del PC utilizzato, abbiano dei problemi a raggiungere questa effettiva velocità di 
trasmissione, per cui ci siamo dovuti accontentare in questa prima release di lavorare 
con una banda disponibile di 12,5 MHz. 
La waveform realizzata è stata strutturata in soli tre componenti più l’USRP 
Commander, che si occupa della gestione dell’USRP2 settando parametri quali: 
 Frequenza centrale di trasmissione; 
 Fattore di interpolazione; 
 Guadagno dell’amplificatore di potenza; 
 Dimensioni del buffer dell’USRP2. 
                                                          
3
 Aumentare le dimensioni dei campioni o diminuire il fattore di interpolazione del DAC sull’USRP2, 
comporterebbe un superamento del limite massimo di 1 Gbps rendendo 800 Mbps la nostra velocità 
massima di trasmissione. 
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I componenti della waveform realizzati svolgono ognuno una molteplicità di 
funzioni, troppo semplici per essere implementate singolarmente dato l’overhead 
comportato dall’introduzione di un nuovo blocco. 
Il primo componente è quello di controllo che si interfaccia con l’utente: 
 Ricezione dati inseriti dall’utente; 
 Trasformazione dei numeri di canale nelle rispettive frequenze; 
 Abbinamento dei nomi dei file con relativi ID. 
Il secondo componente si occupa della gestione della sorgente e svolge le 
funzioni: 
 Acquisizione dati dalle N sorgenti; 
 Conversione dati da short int a float; 
 FFT dei blocchi dati e multiplazione in TDM. 
Il terzo componente invece (il più critico dei tre implementati) svolge le 
funzioni restati, ovvero: 
 Modulazione AM; 
 Filtraggio a 3,2 KHz; 
 Disposizione in frequenza; 
 IFFT del blocco dati; 
 Conversione dei dati da float a short int (sia canale I che Q); 
Nonostante la realizzazione in un unico componente dei diversi blocchi dello 
schema, per capire il funzionamento della waveform è più utile analizzare gli elementi 
della catena di trasmissione singolarmente. 
Come prima cosa abbiamo un blocco di controllo, che riceve i dati immessi 
dall’utente ovvero:  
 I canali sui quali si desidera trasmettere; 
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 Gli ID delle fonti voce che possono essere file o l’uscita della scheda 
d’acquisizione audio. 
 Questi dati vengono trasmessi su una linea di controllo, assieme al numero N 
di canali da trasmettere. A livello pratico questa linea è stata realizzata facendo 
passare le informazioni attraverso i vari stadi della catena, in modo che ogni 
componente dopo aver letto le informazioni le ritrasmetta in uscita in parallelo al 
segnale dati. 
Il blocco di acquisizione legge segmenti dai file selezionati e/o dalla scheda 
audio, a blocchi di 1’024 campioni per volta. Tutti questi dati vengono messi insieme 
in una specie di Time Division Multiplexing (TDM), convertiti in numeri di tipo float e 
passati al componente successivo che ne effettua la trasformata. 
Il tempo di lettura di questo blocco dovrà essere, per poter lavorare in real-






     
      
      
Questo T è anche il periodo con cui avvengono i cicli di tutti i componenti 
della waveform, ovvero il tempo che ogni componente ha per elaborare il blocco in 
ingresso e restituire l’uscita, prima di dover iniziare a elaborare il blocco dati 
successivo. Appare chiaro come la scelta della lunghezza L sia importante, poiché un 
valore troppo piccolo renderebbe necessaria una maggiore velocità nell’elaborazione 
del segnale da parte di ogni blocco, mentre valori troppo grandi aumentano la 
complessità di calcolo dell’FFT (e soprattutto dell’IFFT), oltre a problematiche varie 
dovute al modo in cui il processore gestisce vettori di dati particolarmente grandi. 
La trasformata avviene attraverso una FFT calcolata su L campioni, che 
restituisce altrettanti campioni complessi. Come già detto quest’operazione viene 
affidata alla libreria FFTW. 
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Passati nel dominio delle frequenze, l’operazione di modulazione AM, il 
filtraggio e la disposizione in frequenza avvengono in un solo colpo nel modo 
spiegato più avanti. 
In ingresso abbiamo N blocchi dati da 1’024 campioni che rappresentano lo 
spettro dei vari segnali, tra -6,75 e 6,75 KHz. Ogni campione dista dall’altro di una 
frequenza   , facilmente calcolabile con la formula: 
(3.2) 




   
 
 
      
     
        
 
Dove B è la banda del segnale mentre L è la lunghezza dell’FFT. 
In uscita abbiamo un unico blocco che rappresenterà lo spettro del segnale da 
trasmettere tra su una banda complessiva di 12,5 MHz. 
Volendo avere lo stesso    sia per i segnali in ingresso che per i segnali in 
uscita, otteniamo che il blocco in uscita dovrà avere dimensioni pari a: 
(3.3) 
         
    
     
       
          
      
         
Dove Lout e Lin sono rispettivamente le lunghezze dei blocchi in ingresso e 
uscita, mentre Bout e Bin sono le loro bande. 
Questo numero decisamente grande risulterà essere la dimensione dell’array 
sul quale dovranno essere disposti gli spettri dei singoli flussi audio. Poiché ognuno di 
questi 512'000 campioni rappresenta una determinata frequenza, basterà mettere i vari 
segnali a cavallo dei rispettivi canali per avere la giusta disposizione. 
Inoltre nulla ci costringe a trascrivere tutto lo spettro di 12,5 KHz della banda 
audio, ma trascrivendo solo i primi campioni potremmo ottenere un filtraggio passa 
basso quasi ideale
4
. Con il    dato, per esempio, basterà troncare al 131° campione 
per avere un taglio alla frequenza di 3,2 KHz. 
                                                          
4Lo spettro finale risulterà “sporcato” dalle discontinuità tra un FFT e la successiva. 
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Effettuare la modulazione AM risulta ancora più semplice: basterà aggiungere 
delle portanti sulla frequenza centrale dei canali utilizzati secondo la formula: 
(3.4) 




     
    
       
Dove A risulterà il valore da inserire sulla frequenza centrale di ogni canale 
attivo. 
Il passaggio successivo consiste nel tornare al dominio del tempo attraverso 
una IFFT dalle dimensioni di 512'000 campioni complessi. Questo passaggio richiede 
un elevato costo computazionale ed è il collo di bottiglia della nostra waveform. 
Da notare che a questo punto della catena risulta irrilevante il numero dei 
canali attivi, in quanto la dimensione dell’IFFT non dipende da questo valore. Per 
questo riusciamo a trasmettere molti canali senza avere un rilevante incremento del 
costo computazionale. 
Poiché le dimensioni del buffer sull’USRP sono limitate, e nello specifico essa 
non è in grado di ricevere segmenti di dimensioni superiori a 4’096 campioni alla 
volta, l’enorme blocco uscito dall’IFFT dovrà essere segmentato in blocchi da 4'096 
prima di procedere oltre, oltre a convertire i campioni da float a int (l’USRP deve 
ricevere dati in questo formato). 
Attraverso la Gigabit Ethernet i dati arrivano all’USRP2, la quale deve 
interpolarli ancora di un fattore 32 prima di poterli passare al DAC che lavora ad una 
frequenza di 400 MS/s. 
La connessione Gigabit Ethernet, che in teoria dovrebbe permettere 
trasmissione fino a 1 Gbps, ha presentato delle problematiche a raggiungere i 800 
Mbps necessari per trasmettere il segnale campionato a 25 MS/s, così ci siamo visti 
costretti a dimezzare la frequenza di campionamento a 12,5 MS/s e per questo 
abbiamo ottenuto una banda della metà rispetto alle nostre originali aspettative. La 
motivazione di questa riduzione potrebbe risiedere nell’overhead introdotto nella 
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trasmissione (che riduce quindi il goodput al di sotto di 1 Gbps teorico) e alla effettiva 
capacità dei cavi utilizzati. 
In fine il nostro inviluppo complesso viene centrato a cavallo di 124 MHz, 
permettendoci così di utilizzare, i canali compresi tra 118 e 130 MHz
5
, lasciando fuori 
parte della banda (130-137 MHz). 
Sarebbe possibile coprire interamente la banda estesa tra 108 e 118 MHz 
grazie a un ulteriore USRP, mentre sfruttando 3 USRP differenti sarebbe possibile 
coprire tutto lo spettro da 118 a 156 MHz. 
Abbinando quindi un totale di 4 USRP2 centrate sulle opportune frequenze, 
sarebbe possibile coprire interamente “tutta” la banda per le trasmissioni VHF 
aeronautiche (incluse le bande estese) tra 108 e 156 MHz, disponendo così di 5'760 
canali. 
3.6. Limiti di applicabilità e prospettive di utilizzo 
La waveform realizzata permette di trasmettere contemporaneamente su un 
elevato numero di canali distribuiti su una banda di 12,5 MHz selezionabile all’interno 
dell’intervallo 118 – 137 MHz, oppure con l’utilizzo di due USRP2 la banda VHF 
estesa 108 – 137 MHz. 
L’utilizzo di due USRP2 in parallelo permette di coprire anche una delle due  
bande estese permettendo di sfruttare tutti i canali tra 108 e 137 MHz, mentre con 
quattro è addirittura possibile coprire l’intera banda da 108 a 156 MHz avendo così a 
disposizione tutti i canali per le trasmissioni aeronautiche in banda VHF. 
Un possibile utilizzo potrebbe essere il suo inserimento all’interno di un nodo 
di rete nel quale potrebbe essere inserita la possibilità di selezionarla tra varie 
waveform in grado di trasmettere secondo diversi standard quali Wi-MAX, Long 
Term Evolution (LTE), VHF aeronautico dati, VHF marittimo, ecc… 
                                                          
5
 Anche se la nostra banda teorica e di 12,5 MHz, per via della non idealità dei filtri di Nyquist, è stato 
valutato opportuno stringere la banda effettivamente usata a solo 12 MHz. 
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La limitazione di quanto realizzato risiede nella banda disponibile che 
purtroppo taglia fuori una parte dei canali di trasmissione, e nel massimo numero di 
canali contemporaneamente attivi, che nonostante sia maggiore di 60, risulta basso 




 Testing e valutazione delle 
prestazioni 
4.1. Analisi prestazioni del trasmettitore 
La waveform implementata nel capitolo precedente è stata fatta girare su un 
PC dotato di processore quad-core con tecnologia Hyperthreading e Turbo-Boost con 
frequenza nominale di clock pari a 2 GHz. Il computer era dotato di 6 GB di RAM e 
un harddisk da 7’200 rpm. 
Nei primi abbiamo come prima cosa collegato l’uscita RF dell’USRP2 a un 
analizzatore di spettro e ad un analizzatore di modulazione. 
Come primo segnale trasmesso abbiamo utilizzato un tono a 1KHz modulato 
in AM secondo le specifiche e lo abbiamo ascoltato in cuffia all’uscita 
dell’analizzatore di modulazione ottenendo buoni risultati. La frequenza della portante 
è risultata molto stabile così come la potenza del segnale trasmesso. All’errore dovuto 
alla quantizzazione della frequenza (       ) bisogna sommare l’errore nella 
portante dell’USRPv2.0, che nonostante non sia poi cosi piccolo (<500 Hz), per 
questo utilizzo risulta più che accettabile
1
. 
Il passaggio successivo è stato quello di provare la risposta in frequenza del 
canale del segnale per controllare se rispetta la maschera descritta dalla Figura 2.1. 
                                                          
1
 Non è stato possibile analizzare con maggior precisione l’errore in frequenza del trasmettitore per via 
della risoluzione degli strumenti utilizzati. 
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Per far questo abbiamo utilizzato una serie di toni da 500 Hz fino a 3,5 KHz (con 
passo di 100 Hz) e ne abbiamo analizzato le risposte sugli strumenti. 
Come era prevedibile il segnale è risultato molto piatto (variazioni minori di 2 
dB probabilmente dovute più al filtro del sistema di ricezione che effettive variazioni 
nel segnale), fino alla frequenza di taglio posta a 3 KHz scelta per lasciare un po’ di 
margine nella maschera, e poi il livello quasi si azzera. 
Il passo successivo è stato quello di testare la ricezione di un segnale voce per 
valutare la distorsione del segnale è l’intellegibilità del messaggio trasmesso. Qui 
abbiamo ottenuto ottimi risultati tenendo conto della limitata banda dei canali, e anche 
trasmettendo segnali più complessi quali brani musicali, i risultati sono stati 
comunque molto buoni. 
Finito di analizzare il canale singolo, abbiamo iniziato a vedere le differenze di 
risposta tra i canali centrali e quelli posti alle estremità della banda, confrontando 
potenza e stabilità del segnale su varie frequenze. 




Figura 4.1 – Risposta in frequenza quando su una banda di 12,5 MHz. 
Essendo la banda in uscita all’USRP il più possibile piatta, abbiamo ottenuto 
praticamente lo stesso livello di potenza su tutti i canali (con variazioni di 0,2 dB), 
eccetto una lieve flessione sugli ultimi canali. A 6 MHz abbiamo avuto un valore di 4 
dB al di sotto del valore misurato a centro banda. 
Usando come segnale un tono a 1 KHz registrato, abbiamo provato a 
incrementare via via il numero di canali trasmessi contemporaneamente, arrivando 
così tranquillamente a trasmettere 60 e più canali in parallelo, sparsi sulla banda 
disponibile di 12,5 MHz. Aumentando ulteriormente il numero il programma smette 
di lavorare in tempo reale e iniziano a formarsi fastidiosi spike dovuti alle interruzioni 
del segnale a intervalli più o meno regolari. 
Visto il carico su processore e l’utilizzo della memori è probabile che questo 
limite sia dovuto più alla velocità massima di lettura dati dall’HDD, piuttosto ché al 
























Risposta in frequeza 
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accesso più veloce o cambiando il tipo di sorgente, si può supporre di aumentare 
notevolmente il numero di canali trasmessi. 
 
Figura 4.2 – Spettro di trasmissione di 13, 31 e 63 canali, dopo la IFFT. 
Trasmettendo 62 canali abbiamo infatti misurato un utilizzo del processore di 
circa il 27%, di cui il 20% da parte del componente adibito a compiere la disposizione 
in frequenza dei vari segnali e l’IFFT da 512'000 punti, mentre il 7% dal processore 
viene utilizzato dal processo che gestisce la comunicazione con l’USRP2. Gli altri 
componenti risultano avere un carico sul processore trascurabile inferiore allo 0,2%. 
Interessante notare come il carico sul processore rimanga pressoché uguale sia 
che si trasmettano 62 canali che quando se ne trasmetta uno solo, infatti non si notata 
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una differenza nell’utilizzo del processore al variare del numero di canali da parte di 
quei componenti che vanno a stressare maggiormente la CPU. 
  
Non è stato misurato un significativo carico sulle memorie se non pochi MB di 
occupazione della memoria tra i vari processi della waveform. 
4.2. Ricezione su dispositivo hardware commerciale 
Per valutare l’effettivo funzionamento del trasmettitore, però, si è dovuto 
trasmettere il segnale in aria tramite una antenna e verificarne la qualità ricevendo con 
una radiolina commerciale Grundig g6 Aviator, in grado di selezionare canali da 8,33 
KHz modulati in AM. 
Il primo tentativo è stato ovviamente quello di trasmettere un tono singolo e la 
ricezione è avvenuta senza problemi. Abbiamo poi portato il segnale demodulato dalla 
radio in ingresso a un analizzatore di spettro per segnali audio e abbiamo potuto così 
controllare che il segnale stesse all’interno della maschera di emissione provando cun 
un pettine di toni compresi tra 500 e 3’500 Hz. Il passo successivo è stata la 
trasmissione voce, e anche in questo caso il trasmettitore si è comportato 
egregiamente permettendo la ricezione chiara del messaggio trasmesso. 
Più interessante sicuramente è stata la trasmissione di più canali adiacenti, per valutare 
l’interferenza reciproca in trasmissione. 
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Come ci si potrebbe aspettare dato il metodo di realizzazione del sistema 
(troncamento nel dominio della frequenza a 3 KHz dei vari segnali), non vi è 
interferenza dovuta al canale adiacente se non quello dovuta alla non perfezione del 
filtro in ricezione. Comunque non si è percepito un cambio significativo della qualità 
attivando canali adiacenti. 
4.3. Ricezione su ricevitore software-defined (GnuRadio, OSSIE) 
Data la realizzazione precedente di una waveform per la ricezione di segnali 
audio aeronautici in banda VHF con canalizzazione da 8,33 KHz [9], è stato 
interessante provare la ricezione del segnale trasmesso su un altro PC con installata 
questa waveform, in modo da poter avere la catena completa trasmissione-ricezione 
realizzata in ambiente SCA-compliant. 
In questo caso i risultati ottenuti non sono cambiati di molto rispetto alla 
ricezione mediante dispositivo radio commerciale e la qualità del segnale ricevuto si è 




 Conclusioni e sviluppi futuri 
Abbiamo realizzato una waveform SDR SCA-compliant in grado di leggere 
molteplici acquisire in ingresso segnali audio da file e da microfono, di modularli e 
disporli in frequenza in modo da poterli trasmettere seguendo lo standard aeronautico 
per trasmissioni voce in banda VHF su una banda di 12,5 MHz all’interno 
dell’intervallo di frequenze 118-137 MHz. 
Per realizzarla abbiamo lavorato su un PC Asus N55sf dotato di processore 
Intel i7 quad core con clock a 2 GHz (fino a 2,9 GHz e 8 core virtuali con 
hyperthreading), 6 GB DDR3 1’333 MHz SDRAM e HDD  da 500 GB a 7200 rpm. 
Come sistema operativo è stato utilizzato Ubuntu 11.04 sul quale è stato 
installato OSSIE 0.8.2. La realizzazione è stata eseguita attraverso gli strumenti di 
Ossie Eclipse Feature per la realizzazione ci componenti e di waveform. 
L’elaborazione dei segnali è stata fatta nel dominio della frequenza grazie agli 
strumenti fornitici dalla libreria FFTW 3.3.2, e il tutto è stato trasmesso grazie a 
un’USRPv2.0 e, quando necessario, un antenna a banda larga. 
Con il PC utilizzato per i test siamo riusciti a trasmettere più di 60 canali 
contemporaneamente, senza particolari problemi a livello di costo computazionale e 
con una qualità del segnale più che sufficiente data la limitata banda dei canali e il tipo 
di modulazione. 
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I segnali hanno rispettato le specifiche necessarie senza troppi problemi ed è 
risultato semplice rientrare nella maschera di trasmissione, grazie al fatto che si è 
lavorato nel dominio della frequenza. 
Ottimizzando l’accesso alle sorgenti audio non dovrebbero esserci problemi ad 
aumentare anche di molto il numero di canali trasmessi contemporaneamente. 
Un possibile sviluppo futuro di questo trasmettitore potrebbe essere la 
possibilità di ricevere le sorgenti audio direttamente dalla rete anziché attraverso la 
lettura di file, soprattutto in vista della sua possibile implementazione all’interno di un 
nodo di rete in grado di lavorare in modo multi-standard, potendo trasmettere e 
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 Tabella frequenze canali aeronautici 
118 – 118,9917 MHz 
Numerazione dei canali su 1 MHz di banda, per le frequenze comprese tra 118 e 118,9917 




118,0000  25 KHz DSB-AM   32.01 
118,0000  TDMA time slot # 1   32.02 
118,0000  TDMA time slot # 2   32.03 
118,0000  TDMA time slot # 3   32.04 
118,0000  TDMA time slot # 4   32.05 
118,0000  8,33 KHz DSB-AM   32.06 
118,0083  8,33 KHz DSB-AM   32.07 
118,0167  8,33 KHz DSB-AM   32.08 
118,0250  8,33 KHz DSB-AM   32.09 
118,0250  25 KHz DSB-AM   32.10 
118,0250  TDMA time slot # 1   32.11 
118,0250  TDMA time slot # 2   32.12 
118,0250  TDMA time slot # 3   32.13 
118,0250  TDMA time slot # 4   32.14 
118,0333  8,33 KHz DSB-AM   32.15 
118,0417  8,33 KHz DSB-AM   32.16 
118,0500  8,33 KHz DSB-AM   32.17 
118,0500  25 KHz DSB-AM   32.18 
118,0500  TDMA time slot # 1   32.19 
118,0500  TDMA time slot # 2   32.20 




118,0500  TDMA time slot # 4   32.22 
118,0583  8,33 KHz DSB-AM   32.23 
118,0667  8,33 KHz DSB-AM   32.24 
118,0750  8,33 KHz DSB-AM   32.25 
118,0750  25 KHz DSB-AM   32.26 
118,0750  TDMA time slot # 1   32.27 
118,0750  TDMA time slot # 2   32.28 
118,0750  TDMA time slot # 3   32.29 
118,0750  TDMA time slot # 4   32.30 
118,0833  8,33 KHz DSB-AM   32.31 
118,0917  8,33 KHz DSB-AM   32.32 
118,1000  25 KHz DSB-AM   32.33 
118,1000  TDMA time slot # 1   32.34 
118,1000  TDMA time slot # 2   32.35 
118,1000  TDMA time slot # 3   32.36 
118,1000  TDMA time slot # 4   32.37 
118,1000  8,33 KHz DSB-AM   32.38 
118,1083  8,33 KHz DSB-AM   32.39 
118,1167  8,33 KHz DSB-AM   32.40 
118,1250  8,33 KHz DSB-AM   32.41 
118,1250  25 KHz DSB-AM   32.42 






118,1250  TDMA time slot # 1   32.43 
118,1250  TDMA time slot # 2   32.44 
118,1250  TDMA time slot # 3   32.45 
118,1250  TDMA time slot # 4   32.46 
118,1333  8,33 KHz DSB-AM   32.47 
118,1417  8,33 KHz DSB-AM   32.48 
118,1500  8,33 KHz DSB-AM   32.49 
118,1500  25 KHz DSB-AM   32.50 
118,1500  TDMA time slot # 1   32.51 
118,1500  TDMA time slot # 2   32.52 
118,1500  TDMA time slot # 3   32.53 
118,1500  TDMA time slot # 4   32.54 
118,1583  8,33 KHz DSB-AM   32.55 
118,1667  8,33 KHz DSB-AM   32.56 
118,1750  8,33 KHz DSB-AM   32.57 
118,1750  25 KHz DSB-AM   32.58 
118,1750  TDMA time slot # 1   32.59 
118,1750  TDMA time slot # 2   32.60 
118,1750  TDMA time slot # 3   32.61 
118,1750  TDMA time slot # 4   32.62 
118,1833  8,33 KHz DSB-AM   32.63 
118,1917  8,33 KHz DSB-AM   32.64 
118,2000  25 KHz DSB-AM   32.65 
118,2000  TDMA time slot # 1   32.66 
118,2000  TDMA time slot # 2   32.67 
118,2000  TDMA time slot # 3   32.68 
118,2000  TDMA time slot # 4   32.69 
118,2000  8,33 KHz DSB-AM   32.70 
118,2083  8,33 KHz DSB-AM   32.71 
118,2167  8,33 KHz DSB-AM   32.72 
118,2250  8,33 KHz DSB-AM   32.73 
118,2250  25 KHz DSB-AM   32.74 
118,2250  TDMA time slot # 1   32.75 
118,2250  TDMA time slot # 2   32.76 
118,2250  TDMA time slot # 3   32.77 
118,2250  TDMA time slot # 4   32.78 
118,2333  8,33 KHz DSB-AM   32.79 
118,2417  8,33 KHz DSB-AM   32.80 




118,2500  25 KHz DSB-AM   32.82 
118,2500  TDMA time slot # 1   32.83 
118,2500  TDMA time slot # 2   32.84 
118,2500  TDMA time slot # 3   32.85 
118,2500  TDMA time slot # 4   32.86 
118,2583  8,33 KHz DSB-AM   32.87 
118,2667  8,33 KHz DSB-AM   32.88 
118,2750  8,33 KHz DSB-AM   32.89 
118,2750  25 KHz DSB-AM   32.90 
118,2750  TDMA time slot # 1   32.91 
118,2750  TDMA time slot # 2   32.92 
118,2750  TDMA time slot # 3   32.93 
118,2750  TDMA time slot # 4   32.94 
118,2833  8,33 KHz DSB-AM   32.95 
118,2917  8,33 KHz DSB-AM   32.96 
118,3000  25 KHz DSB-AM   32.97 
118,3000  TDMA time slot # 1   32.98 
118,3000  TDMA time slot # 2   32.99 
118,3000  TDMA time slot # 3   33.00 
118,3000  TDMA time slot # 4   33.01 
118,3000  8,33 KHz DSB-AM   33.02 
118,3083  8,33 KHz DSB-AM   33.03 
118,3167  8,33 KHz DSB-AM   33.04 
118,3250  8,33 KHz DSB-AM   33.05 
118,3250  25 KHz DSB-AM   33.06 
118,3250  TDMA time slot # 1   33.07 
118,3250  TDMA time slot # 2   33.08 
118,3250  TDMA time slot # 3   33.09 
118,3250  TDMA time slot # 4   33.10 
118,3333  8,33 KHz DSB-AM   33.11 
118,3417  8,33 KHz DSB-AM   33.12 
118,3500  8,33 KHz DSB-AM   33.13 
118,3500  25 KHz DSB-AM   33.14 
118,3500  TDMA time slot # 1   33.15 
118,3500  TDMA time slot # 2   33.16 
118,3500  TDMA time slot # 3   33.17 
118,3500  TDMA time slot # 4   33.18 
118,3583  8,33 KHz DSB-AM   33.19 
118,3667  8,33 KHz DSB-AM   33.20 






118,3750  8,33 KHz DSB-AM   33.21 
118,3750  25 KHz DSB-AM   33.22 
118,3750  TDMA time slot # 1   33.23 
118,3750  TDMA time slot # 2   33.24 
118,3750  TDMA time slot # 3   33.25 
118,3750  TDMA time slot # 4   33.26 
118,3833  8,33 KHz DSB-AM   33.27 
118,3917  8,33 KHz DSB-AM   33.28 
118,4000  25 KHz DSB-AM   33.29 
118,4000  TDMA time slot # 1   33.30 
118,4000  TDMA time slot # 2   33.31 
118,4000  TDMA time slot # 3   33.32 
118,4000  TDMA time slot # 4   33.33 
118,4000  8,33 KHz DSB-AM   33.34 
118,4083  8,33 KHz DSB-AM   33.35 
118,4167  8,33 KHz DSB-AM   33.36 
118,4250  8,33 KHz DSB-AM   33.37 
118,4250  25 KHz DSB-AM   33.38 
118,4250  TDMA time slot # 1   33.39 
118,4250  TDMA time slot # 2   33.40 
118,4250  TDMA time slot # 3   33.41 
118,4250  TDMA time slot # 4   33.42 
118,4333  8,33 KHz DSB-AM   33.43 
118,4417  8,33 KHz DSB-AM   33.44 
118,4500  8,33 KHz DSB-AM   33.45 
118,4500  25 KHz DSB-AM   33.46 
118,4500  TDMA time slot # 1   33.47 
118,4500  TDMA time slot # 2   33.48 
118,4500  TDMA time slot # 3   33.49 
118,4500  TDMA time slot # 4   33.50 
118,4583  8,33 KHz DSB-AM   33.51 
118,4667  8,33 KHz DSB-AM   33.52 
118,4750  8,33 KHz DSB-AM   33.53 
118,4750  25 KHz DSB-AM   33.54 
118,4750  TDMA time slot # 1   33.55 
118,4750  TDMA time slot # 2   33.56 
118,4750  TDMA time slot # 3   33.57 
118,4750  TDMA time slot # 4   33.58 




118,4917  8,33 KHz DSB-AM   33.60 
118,5000  25 KHz DSB-AM   33.61 
118,5000  TDMA time slot # 1   33.62 
118,5000  TDMA time slot # 2   33.63 
118,5000  TDMA time slot # 3   33.64 
118,5000  TDMA time slot # 4   33.65 
118,5000  8,33 KHz DSB-AM   33.66 
118,5083  8,33 KHz DSB-AM   33.67 
118,5167  8,33 KHz DSB-AM   33.68 
118,5250  8,33 KHz DSB-AM   33.69 
118,5250  25 KHz DSB-AM   33.70 
118,5250  TDMA time slot # 1   33.71 
118,5250  TDMA time slot # 2   33.72 
118,5250  TDMA time slot # 3   33.73 
118,5250  TDMA time slot # 4   33.74 
118,5333  8,33 KHz DSB-AM   33.75 
118,5417  8,33 KHz DSB-AM   33.76 
118,5500  8,33 KHz DSB-AM   33.77 
118,5500  25 KHz DSB-AM   33.78 
118,5500  TDMA time slot # 1   33.79 
118,5500  TDMA time slot # 2   33.80 
118,5500  TDMA time slot # 3   33.81 
118,5500  TDMA time slot # 4   33.82 
118,5583  8,33 KHz DSB-AM   33.83 
118,5667  8,33 KHz DSB-AM   33.84 
118,5750  8,33 KHz DSB-AM   33.85 
118,5750  25 KHz DSB-AM   33.86 
118,5750  TDMA time slot # 1   33.87 
118,5750  TDMA time slot # 2   33.88 
118,5750  TDMA time slot # 3   33.89 
118,5750  TDMA time slot # 4   33.90 
118,5833  8,33 KHz DSB-AM   33.91 
118,5917  8,33 KHz DSB-AM   33.92 
118,6000  25 KHz DSB-AM   33.93 
118,6000  TDMA time slot # 1   33.94 
118,6000  TDMA time slot # 2   33.95 
118,6000  TDMA time slot # 3   33.96 
118,6000  TDMA time slot # 4   33.97 
118,6000  8,33 KHz DSB-AM   33.98 






118,6083  8,33 KHz DSB-AM   33.99 
118,6167  8,33 KHz DSB-AM   34.00 
118,6250  8,33 KHz DSB-AM   34.01 
118,6250  25 KHz DSB-AM   34.02 
118,6250  TDMA time slot # 1   34.03 
118,6250  TDMA time slot # 2   34.04 
118,6250  TDMA time slot # 3   34.05 
118,6250  TDMA time slot # 4   34.06 
118,6333  8,33 KHz DSB-AM   34.07 
118,6417  8,33 KHz DSB-AM   34.08 
118,6500  8,33 KHz DSB-AM   34.09 
118,6500  25 KHz DSB-AM   34.10 
118,6500  TDMA time slot # 1   34.11 
118,6500  TDMA time slot # 2   34.12 
118,6500  TDMA time slot # 3   34.13 
118,6500  TDMA time slot # 4   34.14 
118,6583  8,33 KHz DSB-AM   34.15 
118,6667  8,33 KHz DSB-AM   34.16 
118,6750  8,33 KHz DSB-AM   34.17 
118,6750  25 KHz DSB-AM   34.18 
118,6750  TDMA time slot # 1   34.19 
118,6750  TDMA time slot # 2   34.20 
118,6750  TDMA time slot # 3   34.21 
118,6750  TDMA time slot # 4   34.22 
118,6833  8,33 KHz DSB-AM   34.23 
118,6917  8,33 KHz DSB-AM   34.24 
118,7000  25 KHz DSB-AM   34.25 
118,7000  TDMA time slot # 1   34.26 
118,7000  TDMA time slot # 2   34.27 
118,7000  TDMA time slot # 3   34.28 
118,7000  TDMA time slot # 4   34.29 
118,7000  8,33 KHz DSB-AM   34.30 
118,7083  8,33 KHz DSB-AM   34.31 
118,7167  8,33 KHz DSB-AM   34.32 
118,7250  8,33 KHz DSB-AM   34.33 
118,7250  25 KHz DSB-AM   34.34 
118,7250  TDMA time slot # 1   34.35 
118,7250  TDMA time slot # 2   34.36 




118,7250  TDMA time slot # 4   34.38 
118,7333  8,33 KHz DSB-AM   34.39 
118,7417  8,33 KHz DSB-AM   34.40 
118,7500  8,33 KHz DSB-AM   34.41 
118,7500  25 KHz DSB-AM   34.42 
118,7500  TDMA time slot # 1   34.43 
118,7500  TDMA time slot # 2   34.44 
118,7500  TDMA time slot # 3   34.45 
118,7500  TDMA time slot # 4   34.46 
118,7583  8,33 KHz DSB-AM   34.47 
118,7667  8,33 KHz DSB-AM   34.48 
118,7750  8,33 KHz DSB-AM   34.49 
118,7750  25 KHz DSB-AM   34.50 
118,7750  TDMA time slot # 1   34.51 
118,7750  TDMA time slot # 2   34.52 
118,7750  TDMA time slot # 3   34.53 
118,7750  TDMA time slot # 4   34.54 
118,7833  8,33 KHz DSB-AM   34.55 
118,7917  8,33 KHz DSB-AM   34.56 
118,8000  25 KHz DSB-AM   34.57 
118,8000  TDMA time slot # 1   34.58 
118,8000  TDMA time slot # 2   34.59 
118,8000  TDMA time slot # 3   34.60 
118,8000  TDMA time slot # 4   34.61 
118,8000  8,33 KHz DSB-AM   34.62 
118,8083  8,33 KHz DSB-AM   34.63 
118,8167  8,33 KHz DSB-AM   34.64 
118,8250  8,33 KHz DSB-AM   34.65 
118,8250  25 KHz DSB-AM   34.66 
118,8250  TDMA time slot # 1   34.67 
118,8250  TDMA time slot # 2   34.68 
118,8250  TDMA time slot # 3   34.69 
118,8250  TDMA time slot # 4   34.70 
118,8333  8,33 KHz DSB-AM   34.71 
118,8417  8,33 KHz DSB-AM   34.72 
118,8500  8,33 KHz DSB-AM   34.73 
118,8500  25 KHz DSB-AM   34.74 
118,8500  TDMA time slot # 1   34.75 
118,8500  TDMA time slot # 2   34.76 






118,8500  TDMA time slot # 3   34.77 
118,8500  TDMA time slot # 4   34.78 
118,8583  8,33 KHz DSB-AM   34.79 
118,8667  8,33 KHz DSB-AM   34.80 
118,8750  8,33 KHz DSB-AM   34.81 
118,8750  25 KHz DSB-AM   34.82 
118,8750  TDMA time slot # 1   34.83 
118,8750  TDMA time slot # 2   34.84 
118,8750  TDMA time slot # 3   34.85 
118,8750  TDMA time slot # 4   34.86 
118,8833  8,33 KHz DSB-AM   34.87 
118,8917  8,33 KHz DSB-AM   34.88 
118,9000  25 KHz DSB-AM   34.89 
118,9000  TDMA time slot # 1   34.90 
118,9000  TDMA time slot # 2   34.91 
118,9000  TDMA time slot # 3   34.92 
118,9000  TDMA time slot # 4   34.93 
118,9000  8,33 KHz DSB-AM   34.94 
118,9083  8,33 KHz DSB-AM   34.95 
118,9167  8,33 KHz DSB-AM   34.96 
118,9250  8,33 KHz DSB-AM   34.97 
118,9250  25 KHz DSB-AM   34.98 




118,9250  TDMA time slot # 2   35.00 
118,9250  TDMA time slot # 3   35.01 
118,9250  TDMA time slot # 4   35.02 
118,9333  8,33 KHz DSB-AM   35.03 
118,9417  8,33 KHz DSB-AM   35.04 
118,9500  8,33 KHz DSB-AM   35.05 
118,9500  25 KHz DSB-AM   35.06 
118,9500  TDMA time slot # 1   35.07 
118,9500  TDMA time slot # 2   35.08 
118,9500  TDMA time slot # 3   35.09 
118,9500  TDMA time slot # 4   35.10 
118,9583  8,33 KHz DSB-AM   35.11 
118,9667  8,33 KHz DSB-AM   35.12 
118,9750  8,33 KHz DSB-AM   35.13 
118,9750  25 KHz DSB-AM   35.14 
118,9750  TDMA time slot # 1   35.15 
118,9750  TDMA time slot # 2   35.16 
118,9750  TDMA time slot # 3   35.17 
118,9750  TDMA time slot # 4   35.18 
118,9833  8,33 KHz DSB-AM   35.19 














    //Costanti 
    short MAX_ch = 128;   //numero massimo di canali pari a 128. 
 
 
    //Inizilizzazioni output 
    short n_ch = 0, file_id [MAX_ch]; 
    long freq [MAX_ch]; 
 
 
    //Cartella 
    char nome_dir[] = "/home/andrea/wav"; 
    DIR *cartella = NULL; 
    struct dirent *contenuto = NULL; 
    cartella = opendir(nome_dir); 
    short max_file = 0; 
 
    //Controlli 
    bool inizio = true, ancora = true; 
    char stop = 'y'; 
 
 
    while(continue_processing()) 
    { 
 
     if(inizio){ 
      while (getchar()!='\n'); //Attesa di un invio 
 
         cout << "Lista file audio:" << endl; 
   for (short i = 1; contenuto = readdir (cartella);i++){ 
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    if(contenuto->d_name[0]!='.'){ 
     printf ("\t%d - %s\n", i,contenuto->d_name); 
     max_file = i; 
    } 
    else i--; 




   do{ 
    //Scelta del file e del canale. 
 
    cout << "\tScegliere file e frequenza di trasmissione” 
                                  << “ (0 0 per stoppare): "; 
    cin >> file_id[n_ch] >> freq[n_ch]; 
    while (getchar()!='\n'); 
 
    //cout << "\tInserire la frequenza di trasmissione: "; 
    //cin >> freq[n_ch]; 
    //while (getchar()!='\n'); 
 
 
    rewinddir(cartella); 
    if(file_id[n_ch]==0 || file_id[n_ch]>max_file){ 
     file_id[n_ch]=0; 
     cout << "\t\tVerra' trasmesso il segnale “ 
                                         << “dal microfono.\n"; 
    } 
    else{ 
        for (short i = 1; i <= file_id[n_ch]; i++){ 
            contenuto = readdir (cartella); 
            if(contenuto->d_name[0]=='.') i--; 
           } 
        cout << "\t\tHai scelto: " 
                                      << contenuto->d_name  
                                      << endl; 
    } 
 
    cout << "\t\tLa frequenza sara' " 
                                  << freq[n_ch] 
                                  << endl; 
 
 
    //Fine ciclo. 
 
    //cout << "Trasmettere un altro canale?(y/n) "; 
    //cin >> stop; 
    //while (getchar()!='\n'); 
 
    if(file_id[n_ch]==0 && freq[n_ch]==0) ancora = false; 
    else n_ch++; 
   } 
      while(ancora); 
 
      inizio = false; 
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     } 
 
        I_out_0.length(n_ch); //must define length of output 
 
        I_out_1.length(n_ch); //must define length of output 
 
        /*insert code here to do work*/ 
 
        for(short i=0; i<n_ch; i++){ 
         (I_out_0)[i] = file_id[i]; 
         (I_out_1)[i] = freq[i]; 
        } 
 
        dataOut_0->pushPacket(I_out_0); 
        dataOut_1->pushPacket(I_out_1); 














    //Costanti 
     unsigned  MAX_ch = 128, MAX_seg = 1024; 
     unsigned dinamica = 32768; 
     float am = 0.85; 
 
 
     unsigned segmento = MAX_seg; 
 
     //inizilizzazioni output e input 
     unsigned n_ch = 0, l_out = 1; 
 
 
     //cartella 
     char nome_dir[] = "/home/andrea/wav"; 
     DIR *cartella = NULL; 
     struct dirent *contenuto = NULL; 
     cartella = opendir(nome_dir); 
 
 
     //file 
     FILE *(flusso[MAX_ch]); 
     char nome [256]; 
     unsigned w [11], st [MAX_ch], bit_s; 
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     unsigned samp_rate; 
     short l_dato_max = MAX_seg*2; 
     short dato [l_dato_max]; 
 
 
     //trasformata 
     complex <float> compl_in[MAX_seg]; 
     float re_in[MAX_seg]; 
     complex <float> compl_out[MAX_seg]; 
     fftwf_plan plan_forward_main; 
 
     for(unsigned i=0; i<MAX_seg;i++) compl_out[i] = complex <float> (0,0); 
     plan_forward_main = 
       fftwf_plan_dft_1d (MAX_seg, reinterpret_cast<fftwf_complex *>(&compl_in[0]), 
       reinterpret_cast<fftwf_complex *>(&compl_out[0]), 
       FFTW_FORWARD, FFTW_EXHAUSTIVE); 
 
     //contatori 
     unsigned del; 
 
     //controlli 
     bool inizio = true, err_head = false; 
     float max[MAX_ch]; 
     for(unsigned p=0; p<MAX_ch; p++) max[p] = dinamica; 
 
    while(continue_processing()) 
    { 
        dataIn_0->getData(I_in_0); 
 
        I_in_0_length = I_in_0->length(); 
 
        dataIn_1->getData(I_in_1); 
 
        I_in_1_length = I_in_1->length(); 
 
        dataIn_2->getData(I_in_2, Q_in_2); 
 
        I_in_2_length = I_in_2->length(); 
        Q_in_2_length = Q_in_2->length(); 
 
        if(inizio){ 
 
          n_ch = I_in_1_length; 
          l_out = n_ch * segmento; 
 
          for(unsigned p=0; p<n_ch; p++){ 
 
           //Inizializzazione dei vari canali 
           if((*I_in_0)[p]!=0){ 
 
            rewinddir(cartella); 
               for (short i=1;i<=(*I_in_0)[p];i++){ 
                contenuto = readdir (cartella); 
                if(contenuto->d_name[0]=='.') i--; 
               } 




               sprintf(nome,"%s/%s", nome_dir, contenuto->d_name); 
               flusso[p]=fopen(nome, "r"); 
 
                  //Estrazione dell'header 
                  if(!fread( w, sizeof(short), 11, flusso[p])) 
                             err_head=true; 
                  if(!fread( &st[p], sizeof(short), 1, flusso[p]))  
                             err_head=true; 
                  if(!fread( &samp_rate, sizeof(long), 1, flusso[p]))  
                             err_head=true; 
                  if(!fread( w, sizeof(short), 3, flusso[p]))  
                             err_head=true; 
                  if(!fread( &bit_s, sizeof(short), 1, flusso[p]))  
                             err_head=true; 
                  if(!fread( w, sizeof(short), 4, flusso[p]))  
                             err_head=true; 
 
 
                  if(err_head) cout << "Errore lettura dell'header. " 
                                       << p+1 << endl; 
                  err_head = false; 
 
                  /* 
                   * I file audio devono essere campionati a 25KHz e devono 
                   *  avere 16bit per campione. 
                   * Questo programma accetta sia file stereo che mono. 
                   * In caso di file stereo viene 
                   * restituita solo la traccia Rx mentre l'altra 
                   * viene scartata. 
                  */ 
 
                  cout << "FILE "<< p+1 <<" (" << nome << "):" << endl 
                    << "\tFrequenza di campinamento: " 
                    <<  samp_rate << " Hz" << endl 
                    << "\tBit per campione: " << bit_s << " bit\n" 
                    << "\tNumero di canali: " << st[p] << endl; 
           } 
           else{ 
                  cout << "Canale "<<  p+1 <<" estratto dal microfono.\n"; 
                  flusso[p]=NULL; 
           } 
          } 
          inizio = false; 
         } 
 
 
         I_out_0.length(l_out); //must define length of output 
         Q_out_0.length(l_out); //must define length of output 
 
         I_out_1.length(I_in_1_length); 
 
 
         /*insert code here to do work*/ 
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         for(unsigned p=0;p<n_ch;p++){ 
          del = p*segmento; 
          if(flusso[p]!=NULL){ 
 
           //caso di sorgente da file. 
           if(fread( dato, sizeof(short), segmento * st[p], 
flusso[p])){ 
            for(unsigned i=0;i<segmento;i++){ 
             re_in[i] = (float) dato[i*st[p]]; 
             //if(max[p] < re_in[i]) max[p] = re_in[i]; 
             re_in[i] = re_in[i] * am / max[p]; 
             compl_in[i] = complex <float> (re_in[i],0); 
 
             (I_out_0)[del+i] = compl_out[i].real(); 
             (Q_out_0)[del+i] = compl_out[i].imag(); 
            } 
           } 
           else{ 
            for(unsigned i=0; i<segmento;i++){ 
             compl_in[i] = complex <float> (0,0); 
 
             (I_out_0)[del+i] = compl_out[i].real(); 
             (Q_out_0)[del+i] = compl_out[i].imag(); 
            } 
            fseek ( flusso[p] , 44 , SEEK_SET ); 
           } 
          } 
          else{ 
 
           //caso di sorgente da microfono. 
           for(unsigned i=0;i<segmento;i++){ 
            re_in[i] = (float) (*I_in_2)[i]; 
            if(max[p] < re_in[i]) max[p] = re_in[i]; 
            re_in[i] = re_in[i] * am / max[p]; 
            compl_in[i] = complex <float> (re_in[i],0); 
 
            (I_out_0)[del+i] = compl_out[i].real(); 
            (Q_out_0)[del+i] = compl_out[i].imag(); 
           } 
          } 
          fftwf_execute(plan_forward_main); 
          fftwf_cleanup(); 
 
          (I_out_1)[p] = (*I_in_1)[p]; 
         } 
 
         dataIn_0->bufferEmptied(); 
         dataIn_1->bufferEmptied(); 
         dataIn_2->bufferEmptied(); 
         dataOut_0->pushPacket(I_out_0, Q_out_0); 
         dataOut_1->pushPacket(I_out_1); 

















    //Costanti 
    unsigned  MAX_ch = 128, MAX_out = 4096, segmento = 1024, MOLT = 500; 
    unsigned dinamica = 32768; 
    float Rs_in = 25000; 
    unsigned F_cut = 3100; 
 
    unsigned l_out = segmento * MOLT; 
 
    //Contatori 
    unsigned n_ch=1; 
    unsigned j=0; 
    unsigned del; 
 
    //parametri vari 
    unsigned L_fft = segmento * MOLT; 
    unsigned k[MAX_ch]; 
    float picco; 
    float Fd = Rs_in /(float) segmento; 
    unsigned N_cut = F_cut/Fd; 
 
    //file per il wisdom 
    FILE *Mem_fft_w; 
    FILE *Mem_fft_r; 
 
    //trasformata 
    complex <float> compl_in[L_fft]; 
    complex <float> compl_out[L_fft]; 
    fftwf_plan plan_forward_main; 
 
    if(!fftwf_init_threads()) cout << "ERRORE INIZIALIZZAZIONE MULTI-THREADS\n"; 
    if(Mem_fft_r = fopen("/home/andrea/mem_ftt.log", "r")){ 
     fftwf_forget_wisdom(); 
     fftwf_import_wisdom_from_file(Mem_fft_r); 
     fclose(Mem_fft_r); 
    } 
 
    fftwf_plan_with_nthreads(6); 
    plan_forward_main =  
         fftwf_plan_dft_1d (L_fft, reinterpret_cast<fftwf_complex *>(&compl_in[0]), 
         reinterpret_cast<fftwf_complex *>(&compl_out[0]), FFTW_BACKWARD,  
         FFTW_PATIENT); 
    Mem_fft_w = fopen("/home/ossie/mem_ftt.log", "w+"); 
    fftwf_export_wisdom_to_file(Mem_fft_w); 
 fclose(Mem_fft_w); 




    for(unsigned i=0; i<L_fft; i++) compl_in[i] =  complex <float> (0,0); 
 
    //controlli 
    bool inizio = true; 
 
    while(continue_processing()) 
    { 
        dataIn_0->getData(I_in_0, Q_in_0); 
 
        I_in_0_length = I_in_0->length(); 
        Q_in_0_length = Q_in_0->length(); 
 
        dataIn_1->getData(I_in_1); 
 
        I_in_1_length = I_in_1->length(); 
 
        if(inizio){ 
         n_ch = I_in_1_length; 
         picco = ((float) dinamica)/((float) (segmento*n_ch*2)) / 32; 
 
         cout <<"Multiplex correttamente inizializzato.\n" 
           <<"\tpicco = "<< picco << endl 
           <<"\tN_cut = "<< N_cut << endl; 
 
         for(unsigned p=0; p<n_ch; p++){ 
          if((*I_in_1)[p]>0) k[p] = (*I_in_1)[p]/Fd; 
          else k[p] = L_fft + (*I_in_1)[p]/Fd; 
 
          cout <<"\tk["<< p <<"] = "<< k[p] << endl; 
         } 
         cout <<"\tBanda disp = "<< Rs_in * MOLT << endl; 
 
         inizio = false; 
        } 
 
        I_out_0.length(MAX_out); //must define length of output 
        Q_out_0.length(MAX_out); //must define length of output 
 
 
        /*insert code here to do work*/ 
 
        for(unsigned p=0;p<n_ch; p++){ 
         del = p*segmento; 
         compl_in[k[p]] = complex <float> ( segmento, 0); 
         for(unsigned i=1; i<N_cut; i++){ 
             compl_in[k[p]+i] = complex <float> ((*I_in_0)[del+i], 
(*Q_in_0)[del+i]); 
             compl_in[k[p]-i] = complex <float> ((*I_in_0)[del+i], -
(*Q_in_0)[del+i]); 
         } 
        } 
 
     fftwf_execute(plan_forward_main); 
     //fftwf_cleanup(); 
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     fftwf_cleanup_threads(); 
 
        for(unsigned i=0; i<l_out; i++, j++){ 
         if(j==MAX_out){ 
          dataOut_0->pushPacket(I_out_0, Q_out_0); 
          j=0; 
         } 
 
         compl_in[i] = complex <float> (0,0); 
 
         (I_out_0)[j] = (short) (compl_out[i].real() * picco); 
         (Q_out_0)[j] = (short) (compl_out[i].imag() * picco); 
        } 
 
        dataIn_0->bufferEmptied(); 
        dataIn_1->bufferEmptied(); 
    } 
 
[…] 
 
 
