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Abstract—In legacy blockchain based systems, each involved
node has to store a complete blockchain to ensure the system
security without any central authoritative controller. However, it
is usually impossible for a wireless IoT node to store a complete
blockchain, especially for those simple sensor nodes without
sufficient storage and computing resources. In this paper, we
propose a block assignment scheme for blockchain based wireless
IoT systems with aim to tackle the blockchain storage problem.
Specifically, we propose to maintain a complete blockchain by
a set of IoT nodes in a collaborative way on the premise of
ensuring that each node can check every transaction. On the
other hand, we should save the storage space of IoT nodes to the
greatest extent for saving more blocks so as to maximize the life-
time of IoT nodes. We formulate this optimal block assignment
problem as a 0-1 mixed integer-programming problem. We
propose to incorporate Chaotic optimized algorithm into Genetic
algorithm to provide an efficient near-optimal solution. Compared
with the brute-force and conventional Genetic algorithms, our
proposed algorithm can achieve the minimum storage occupancy
to store blocks. Meanwhile, the proposed algorithm has the lowest
computational complexity.
I. INTRODUCTION
With the rapid development of IoT applications, the security
of IoT system has received increasing attention [1]. As a
distributed ledger technology, blockchain technology provides
the infrastructure for the trusted exchange between IoT devices.
The authors of [2] mentioned that the blockchain technology
is a huge engine driving the rapid development of IoT, which
is mainly reflected in the following three aspects: 1) The
blockchain technology makes it possible for IoT being oper-
ated in decentralization infrastructure. In this case, no central
server with all data exists, which effectively avoids information
leakage. Meanwhile, the secure encryption technologies used in
blockchain, such as asymmetric cryptographic algorithm etc.,
ensure the user privacy protected to the maximum extent. 2)
The distributed connections of blockchain make it possible to
organize IoT as a peer-to-peer (P2P) network with a huge
number of nodes. The network architecture of IoT could be
optimized by using the idle resources and the P2P connections
to reduce the data transmission cost. 3) The smart contract
programming realizes the automatic information transmission
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and processing. Thus, we not only save the operational cost of
central server, but also realize low cost connection among tens
of thousands terminal equipments by using blockchain in IoT
systems.
Although the use of blockchain technology in IoT systems
has absolute advantages, there are also some challenging prob-
lems to solve. In existing blockchain based systems, no matter
what kind of consensus mechanism is used, every involved
node has to store a complete blockchain to ensure the system
security without any central authoritative controller. Therefore,
it brings a severe challenge to the IoT nodes with limited
resources for the application of blockchain technology. Indeed,
most of IoT nodes only have limited storage resource, and are
connected by complex and unstable wireless network environ-
ment in some IoT systems. Thus, it is unable or inefficient to
store a complete blockchain in every terminal devices if the
blockchain is too long, which becomes a technical bottleneck
for applying blockchain in IoT systems. The authors of [3]
proposed a consensus unit-based storage scheme for blockchain
based IoT systems. However, they assume that the devices,
which are used to collaboratively store the complete blockchain
within one consensus unit, are connected by wired network.
Thus, any node could check any transaction by querying all
the other nodes within the same CU to recover a complete
blockchain in an almost error-free transmission way. However,
they did not consider wireless IoT scenario. The optimal block
assignment is also not addressed.
To exploit blockchain technology in wireless IoT systems
to improve the system security, in this paper, we propose
a block assignment scheme to resolve the aforementioned
technique bottleneck. In a wireless IoT system, we cluster all
nodes into different consensus units (CUs), similar with that
in [4]. The nodes within a CU should maintain the complete
blockchain collaboratively. Meanwhile, a node is only able
to communicate with its neighbors within its transmission
coverage area. Under this circumstance, an appropriate block
assignment scheme should ensure that every node could check
every transaction through communicating with its neighbor
nodes. On the other hand, similar with the idea in [4] that if
the storage is insufficient to store a whole blockchain, pruning
should be applied to the historical blocks. Thus, an optimal
block assignment scheme should use the limited storage of the
CU to store as long as possible blockchain.
Considering the problem is a typical 0-1 mixed integer-
programming (MIP) problem with binary variables and the
constraints of storage and wireless link, traditional convex
optimization methods cannot be applicable to solve the problem
[5]. To overcome premature convergence to local optimal
solution of genetic algorithm, we develop an improved genetic
algorithm, namely Chaotic optimized based genetic (COG) al-
gorithm, to obtain the near-optimal block assignment solution.
The result of Chaotic optimized method is employed to be the
father population to avoid the genetic algorithm from falling
into the local optimal solution as well as to accelerate the
genetic algorithm to obtain the best near-optimal solution.
The rest of the paper is structured as follows. We describe
the system model and formulate the problem in Section II and
Section III respectively. Section IV presents the near-optimal
block assignment (NOBA) scheme. Section V concludes the
paper.
II. SYSTEM MODEL
We consider an IoT system as shown in Fig 1. We apply
blockchain to ensure the data security in this IoT system,
which we call BC-IoT system. We assume that all IoT devices
are connected by a heterogeneous wireless network in our
framework, including eMTC network, NB-IoT, LTE, and 5G
NR, etc.. Similar to that in [3], we deploy consensus units
(CUs) to store a complete blockchain instead of using single
node in other legacy blockchain based system. Every CU
consists of a group of IoT devices with limited storage capacity
and they store the complete blockchain in collaborative way.
All the CUs are connected with each other to form the BC-IoT
system and each CU should maintain an identical blockchain
by using some kind of appropriate consensus mechanism [6].
From the function point of view, an IoT node within a CU
is indeed an independent “miner” and dependent “ledger”. It
means that every node can compete to generate a new block
and record transactions into the block individually. However,
all nodes in a specific CU have to collaboratively store a
complete and effective blockchain as every node only stores
partial blocks of the blockchain.
Fig. 1. BC-IoT System
Within a CU, there are two kinds of nodes, namely Function
Node (FN) and User Node (UN) [7]. The FNs are the devices
which can provide blockchain related service, such as generat-
ing new blocks and storing blocks. More precisely, the blocks
of a blockchain are stored in all FNs in a distributed way within
a specific CU. The UNs are the devices generating transaction
data and using blockchain services. We use a simple example
shown in Fig 2 to illustrate the basic structure of CU. Note
that a UN could only be connected with its neighboring FNs
instead of all FNs included in the same CU, and an FN stores
only a part of the blockchain. In this CU, UN 4 is connected
with 4 neighboring FNs with wireless links. If UN 4 wants to
check the transactions recorded in block 2, it should broadcast
its checking request to all the connected FNs. After receiving
the checking request, FN 2, FN 3 and FN 4 with the required
block will send block 2 to UN 4 as the feedback. However, a
wireless connection could be unstable due to the vulnerability
of a wireless channel. For example, if the wireless link between
UN 4 and FN 3 is too poor so that UN 4 cannot receive the
correct block 2, which means a failure feedback. Although UN
4 is connected with FN 1, there is no feedback from FN 1 to
UN 4 as block 2 is not stored in FN 1. In this case, UN 4
can only receive 2 copies of block 2. Based on blockchain
technology, the integrity and effectiveness of block 2 can be
validated by UN 4 through comparing the two received copies
of block 2. Although the validation procedure is more secure
if more copies of the required block can be received from
multiple FNs according to blockchain technology. However,
too many duplicates may reduce the life-time of the blockchain
in a resource constrained IoT system. Thus, an optimal block
assignment scheme should minimize the occupied storage ratio
(OSR) under a certain system security requirement to store
more blocks so as to maximize the blockchain life-time of the
IoT system.
1 2 3 4
2 3 4 5
1 3 4 5
1 2 4 5
UN1
FN1
UN2
UN3
UN4
FN2
FN3
FN4
Failure feedback Requested block by UN
Stored block in the FNSuccessful feedback
Fig. 2. The illustration of CU
III. PROBLEM FORMULATION
Based on the analysis above, we formulate the optimal block
assignment scheme as follows. Assume that I FNs andM UNs
are randomly located in a CU. D = {dmi}, (1 ≤ m ≤M, 1 ≤
i ≤ I) is the distance vector among UNs and FNs, and dmi
is the distance between UN um and FN fi. Thus for um, the
receiving SNR (Signal-to-Noise Ratio) SNRmi from FN fi is
given by
SNRmi = (Pg(dmi))/σ, (1)
where P represents the transmit power of FNs, g(dmi) is
the path loss between um and fi, which is determined by
the specific channel model. σ is the noise power. We assume
that um could decode the received information from fi when
SNRmi is greater than a threshold β. Thus we define a binary
variable as
[SNRmi]β =
{
1, SNRmi ≥ β
0, otherwise
, (2)
where [SNRmi]β = 1 indicates that the UN is connected to
the FN, otherwise [SNRmi]β = 0.
Assume the number of blocks in the blockchain to be stored
in the FNs is J . To simplify the problem, the length of a
block is L MB/block. Thus, the total length of the blockchain
is BL = (L × J) MB. The capacity for all the FNs is
C = {ci}(1 ≤ i ≤ I). As a CU needs to store at least one
complete blockchain, it has to satisfy that BL ≤ (ΣIi=1ci).
We assume that when UN um, (1 ≤ m ≤ M) want to check
the transactions recorded in block bj , (1 ≤ j ≤ J), it will
broadcast the request to all connected FNs. We define that
if the any UN um, (1 ≤ m ≤ M) can receive θ identical
copies of any block bj , (1 ≤ j ≤ J), the checking procedure
is successful. The value of θ depends on the system security
requirement. The greater the θ is, the higher security level
the system can be achieved, and naturally more node storage
capacity is consumed.
Next, we define a two dimensional matrix P = {pij}, (1 ≤
i ≤ I, 1 ≤ j ≤ J) to represent the block assign scheme, where
pij =
{
0, block bj is not stored in FN i
1, otherwise
. (3)
Let R = I×J be the number of elements in matrix P . Based on
the analysis mentioned above, we can design an optimal block
assignment algorithm to minimize the OSR of the CU. Thus,
it is reasonable to define a metric, average occupying storage
ratio, to measure the degree of storage occupancy, which is
defined as
α =
L× ΣIi=1ΣJj=1pij
ΣIi=1ci
. (4)
Therefore, our problem can be formulated as
P∗ = minα(p∗ij ) (5)
s.t. 0 ≤ L× ΣJj=1p∗ij ≤ ci, (∀i ∈ [1, I]) (5.1)
0 ≤ ΣIi=1pij×[SNRmi]β ≤ I, (∀m ∈ [1,M ],∀j∈[1, J ]) (5.2)
p∗ij ∈ P. (5.3)
Obviously, the block assignment problem (5) is a typical 0-
1 MIP problem. Currently, there are three types of algorithms
for solving such problems: precise algorithms [8] (i.e. dynamic
programming, recursive method, retrospective method, branch-
and-bound method, etc.), approximation algorithms [9] (i.e.
greedy algorithm, Lagrange algorithm, etc.), and intelligent op-
timization algorithms [10] (i.e. simulated annealing algorithm,
genetic algorithm, genetic annealing evolutionary algorithm,
ant colony algorithm, etc). By using precise algorithms, optimal
solutions can be achieved. However, the computation and time
complexity may grow exponentially with the number of vari-
ables, namely the number of FNs within a CU and the number
of blocks in our problem. Thus, it is more suitable for “small
scale” network, which means the number of FNs and blocks
is small. Compared with precise algorithms, approximation
algorithms could achieve the near-optimal solution efficiently
while the accuracy of the solution is poor. As a popular
algorithm, the intelligent optimization algorithm can achieve
approximation solutions with high accuracy within small time
complexity. Thus, it is more suitable to solve our problem in
“moderate scale” and “large scale” network. Next, we design
an intelligent algorithm, namely COG algorithm, to solve our
problem.
IV. NEAR-OPTIMAL BLOCK ASSIGNMENT SCHEME
Based on the analysis above, we design a general algorithm
to obtain the near-optimal block assignment (NOBA) scheme
to minimize the OSR on the premise that every UN within
the CU can check every transaction securely. Without loss of
generality, we can focus on analyzing a CU of the BC-IoT
system.
Chaotic motion system is a system with fine internal struc-
ture, which has the characteristics of randomness, ergodicity
and regularity. Especially, ergodicity means that chaotic motion
can traverse all states in a certain range without repeating
according to its own laws. Thus, the chaotic optimized method
based on this characteristic can assist GA to escape from local
optimal solution [11]. Next, we design a chaotic genetic based
(COG) algorithm to solve the NOBA problem in “large scale”
network.
A. Chaotic optimized based genetic (COG) algorithm
1) Flowchart of COG algorithm: To solve the optimal
block assignment problem, we propose to improve the genetic
algorithm by embedding the solution of chaotic optimized
algorithm into the genetic algorithm to overcome the premature
problem of GA. We use the solution of chaotic optimized algo-
rithm as the father population to generate the new generation.
The framework of the COG algorithm is shown in Fig 3.
Fig. 3. The flowchart of COG algorithm
In our problem, the two-dimension matrix P is a 0-1 matrix,
which can be used as the encoded genes in GA algorithm.
Thus, we use Prk , (0 < r ≤ MAXP ) to represent rth
gene in kth generation, and Prk has to satisfy the constraints
condition of (5.1)-(5.3). MAXP is the number of genes in
each generation. Crossover is the core operations to improve
the algorithm searching capability. We use modified chaotic
searching algorithm and Roulette Wheel Selection (RWS)
selection rule to generate the father and mother population
respectively, to execute the circular crossover with probability
Pc, (0 < Pc < 1). It ensures the genetic excellence and
diversity and finally accelerates the algorithm convergence.
Mutation is performed to the genes to prevent the algorithm
from falling into local optimal solution. We performed the
mutation by changing the position of the first element 1
for every gene (every row in the matrix) with probability
Pv, (0 < Pv < 1). It is necessary to check the feasibility of all
the mutated populations, and the new populations are expressed
as NP. In the GA algorithm, fitness function is used to judge
the pros and cons of the genes. For optimization problem, the
gene is closer to the optimal solution, the value of the fitness
function should be higher. Thus, the fitness function should be
related to our objective. In our algorithm, we define fitrk(tk)
as the fitness function of rth gene in kth generation.
fitrk(tk) = exp−(
αk(Pr)−αmin
tk
), (6)
where αk(Pr) is the average occupied storage ratio for rth
input gene Pr in the kth generation. αmin is the mini-
mum average occupied storage ratio for MAXP genes in
kth generation NP. tk is a temperature parameter in kth
generation. Next, we use RWS to generate mother popula-
tions. If the fitness value of the kth generation is FITk =
{fit1k(tk), fit2k(tk), · · · , fitMAXPk (tk)}, the copied probabil-
ity can be calculated as
P (Prk) =
fitrk(tk)∑MAXP
i=1 fit
i
k(tk)
(7)
Next, we randomly generate values {l1, l2, · · · , lMAXP } in
[0, 1]. If lr ∈ [Σr−1i=1P (Prk),Σri=1P (Prk)], Prk will be chosen as
one of the mother population in the (k + 1)th generation.
2) Chaotic optimized method to generate father population:
In our COG algorithm, to ensure the high quality, diversity
and randomness of every generation, we design a chaotic opti-
mized method to generate the father population. In the chaotic
optimized method, power function mode is used as a carrier
method to generate the modified chaotic variables. Our problem
is an optimization problem in R dimension space. First, we
give I different initial values to generate I chaotic variables,
which are regarded as I coordinate components. Based on
the characteristic of chaotic variables, chaotic mapping will
be sensitive to the initial values so that there is no correlations
between the I coordinate components. It could satisfy our good
ergodic requirement. However, when using chaotic system to
generate variables to go through the entire space, it is very hard
to ensure the searching speed and accuracy. Thus, we can use
some appropriate carrier method to generate chaotic variables
to improve the optimization speed and accuracy. In this paper,
we first use logistic chaotic mapping method to generate the
original chaotic variables as
zk+1 = µzk(1− zk) zk ∈ [0, 1], k = 1, 2, ..., I, (8)
where µ is the control parameter of the chaotic system; zk is the
chaotic invariant set. Although these variables have ergodicity
property, they are unevenly distributed within the searching
space. The point probability density is large inside the interval
[0, 1] interior while the point probability density is small near
the ends of interval [0, 1]. Thus, we use the power function
mode to generate the modified chaotic variables as
z′k =

zηk zk ∈ (0,m]
zk zk ∈ (m,n]
zθk zk ∈ (n, 1]
k = 1, 2, ...I, (9)
where m < n < 1, 0 < η < 1, and θ > 1, zk and z′k
are the original and modified chaotic variables respectively.
Obviously, the modified chaotic variables in interval [0, a] and
interval [b, 1] are left shifted and right shifted respectively due
to 0 < η < 1, and θ > 1. Thus, we can increase the point
probability density near the ends of interval [0, 1] by adjusting
the parameter η and θ. It has proved that z′k ∈ (0, 1), and
z′k still have ergodicity. Next, the modified chaotic variables
are mapping to the ratio of occupied storage of all FNs. The
number of blocks stored in the corresponding FN can be
calculated as
NBi = b ci×ziL c, i = 1, 2, ..., I, (10)
which is used to help generating the population matrix
pij , (0 < i < I, 0 < j < J). In detail, for the ith FN, we
arbitrarily select NBi elements to set their values as 1, the
other elements are set 0.
3) COG algorithm: According to the above discussions, the
COG algorithm can be summarized as Algorithm 1.
V. NUMERICAL RESULTS AND DISCUSSIONS
We simulate a blockchain based IoT system to evaluate the
performance of our proposed COG algorithm. For performance
evaluation, we use brute-force (BF) and conventional Genetic
(CG) algorithms as comparison reference. BF is an algorithm
based on intuitive or empirical construction, giving a feasible
solution for each instance of the combinatorial optimization
problem to be solved at an acceptable cost (referring to
computation time and space). However, the length of the time
to obtain the optimal solution depends on the number of the
feasible solutions. CG and COG are two intelligent based
algorithms which could obtain near optimal solution quickly
especially for problem with large feasible solutions domain.
We define convergence time as the period that the algorithm
could be executed to obtain the minimum average occupying
storage ratio (AOSR) within a given time. Next we compare the
performance of the three algorithms in the following three way.
1) the achieved AOSR changes with time under various scale
Algorithm 1 : COG algorithm
Input: D = (M, I), β, J , θ, C = ci, [SNRmi]β , [SNRmi]β .
Output: p∗ij , AOSR α.
1: Initialize parameters: MAXP; k = 0; Pc; Pv; q = 0; Q
; fitmax = 0; r = 0;
2: for 0 < r ≤MAXP do
3: Initialize the first generation r(0) ⊆ MP (0) with
satisfying the constraint condition
4: Calculate the fit function of the first generation fitr(0)
5: if fitr(0) > fitmax(k) then
6: fitmaxk = fitr(0)
7: end if
8: end for
9: while q < Q do
10: Use the result of CGA as FP (k) = FP
11: MP (k) = NP (k)
12: for 0 < r ≤MAXP do
13: Circular crossover FPr(k) and MPr(k) with proba-
bility Pc to generate CPr(k + 1)
14: end for
15: for 0 < w ≤MAXP do
16: circular mutate CP (k + 1) with probability Pv to
generate NPw(k + 1)
17: if NPw(k+1) satisfies the constraint condition then
18: w = w + 1
19: end if
20: end for
21: for 0 < r ≤MAXP do
22: Calculate the fit function fitr(k+ 1) of NPr(k+ 1)
23: if fitr(k + 1) > fitmax(k) then
24: fitmax(k + 1) = fitr(k + 1)
25: else
26: fitmax(k + 1) = fitmax(k)
27: end if
28: if fitmax(k + 1) == fitmax(k) then
29: q = q + 1
30: end if
31: end for
32: k = k + 1
33: end while
for the three algorithms; 2) the convergence time changes with
the number of blocks and function nodes; 3) the convergence
time of COG algorithm changes with the iteration number of
chaotic optimized method.
A. System Simulation Settings
We use C++ to build up a simply BC-IoT system. The UNs
operating transactions and FNs supporting blockchain service
such as blocks storage are randomly deployed in the system.
The CU consists of 5 FNs and 20 UNs. The coverage of the
CU is set as a circular area with a radius of 150m, and the
other parameters of the network is similar to those in [7]. We
implement the BF, CG, and COG algorithms with C++ codes.
All the simulation experiments are conducted on a PC with an
Intel-i5 4 core 3.2GHz processor and 8G RAM. The operating
system is Win 10.
B. Numerical Results
As the number of FNs is fixed, the scale mainly depends on
the number of blocks. Thus, we first compare the convergence
time as a function of the number of blocks in the three
algorithms, as shown in Fig 4. From the figure, we can see that
the CG and COG algorithms have almost the same converge
time when the number of blocks is small, say smaller than
200. Then the convergence time of CG will increase faster
than that of COG as the number of blocks increases. The
reason is that when the number of block is less, the number of
feasible block assignment solutions for the problem is less.
It is easy to traverse to find out the optimal solution in a
small feasible solution domain. However, as the number of
block increases, the feasible solution domain will be expanded
exponentially, and the time to find out the optimal solution
will increase sharply. The two intelligent related algorithms,
COG and CG algorithms, could achieve the near optimal block
assignment solution almost simultaneously at beginning and
our proposed COG algorithm becomes faster after the number
of block reaches 150. The reason is that the two algorithms
adopt genetic with potential parallel comparability, which could
realize simultaneous comparison among multiple individuals
so as to accelerate the searching process. Moreover, we use
chaotic optimized method to optimize the selection process of
father generation samples, which could further accelerate the
near optimal solution obtained. In addition, the COG algorithm
could overcome the disadvantage that genetic algorithm falls
in the local optimal solution. That is why our proposed COG
algorithm is the fastest to achieve the near-optimal block
assignment scheme.
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Fig. 4. The convergence time comparison for three algorithms
Next, we compare the convergency accuracy of our proposed
COG algorithm as Fig 5. The BF algorithm could obtain the
optimal solution after traversing all the feasible solutions under
the condition that the number of blocks to save is less than
5. Thus, we set the number of FNs and blocks to save is 4
and 4 respectively, and compare the achieved AOSR among
the three algorithms. Obviously, both COG and CG algorithm
could obtain the target AOSR rapidly while the BF takes much
longer time to traverse the whole feasible solutions to achieve
the same result.
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Fig. 5. Comparison of achieved AOSR for three algorithms
Next, we compare the achieved AOSR that the three algo-
rithms could achieve within given time under the condition
that the number of blocks to save is fixed as shown in Fig 6.
For the sake of completeness, we conduct the simulation in
the cases that the number of block to save is 400 and 800,
corresponding to moderate scale and large scale respectively.
Both intelligent algorithms, CG and COG algorithm, could
obtain a lower AOSR while the BF algorithm can only achieve
a higher AOSR within the same given time in moderate and
large scales, which are more realistic. The reason is that there
are too many feasible solutions for moderate and large scale
scenarios, and the traversing based BF algorithm cannot find
the optimal solution within the given time. For the moderate
and large scale scenarios, our proposed COG algorithm is faster
to achieve the same lower AOSR than the CG algorithm.
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Finally, we mainly focus on our proposed COG algorithm.
We discuss the effect that the embedded chaotic optimized
method to our proposed COG algorithm as Fig 7. The three
curves differ from NC, which means that the times we execute
the chaotic optimized method to generate the father generation.
It shows that the more times the chaotic optimized method
executed, the lower AOSR could be reached within a given
time and the beginning result is better. The reason is that
we embed the chaotic optimization method into the genetic
algorithm to avoid trapping in local optimum and the chaotic
optimized result ensures the excellence of the crossover genes
for every generation. Thus, more times the chaotic optimized
method is executed, the crossover genes are more excellent,
which leads to that the near-optimal block assignment scheme
is obtained more quickly.
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VI. CONCLUSION
In this paper, we have proposed a distributed block storage
scheme to solve the blockchain storage problem in wireless
BC-IoT system. We first deploy CU, which consists of a
set of nodes, to store a complete blockchain collaboratively.
Considering the characteristics of blockchain technology, we
have designed an optimal block assignment scheme, which
maximizes the blockchain life-time for storage-limited wireless
IoT system by reducing unnecessary storage of the block. Then
we have developed an intelligent algorithm, named Chaotic
optimized based genetic (COG) algorithm, to achieve the near-
optimal block assignment in large scale scenarios. The simu-
lation results show that our proposed COG can effectively find
the near-optimal block assignment to enable the application of
blockchain technology in the storage-limited IoT system.
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