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Resumen
La diabetes mellitus se encuentra entre las 10 principales causas de muerte a nivel mundial (en
2017, 4 millones de personas entre 20 y 79 an˜os fallecieron debido a ella). Se calcula que alrededor
de 425 millones de personas tienen diabetes actualmente en el mundo a pesar de que muchos de
los casos permanecen sin registrar. Solo en Europa alrededor del 38 % de los casos de diabetes au´n
esta´n sin diagnosticar, lo que supone unos 22 millones ma´s de afectados. En Espan˜a se estima que
ma´s de 5 millones de personas padecen esta enfermedad, da´ndose ma´s de 380.000 nuevos pacientes
cada an˜o.
En el caso de la diabetes mellitus tipo 2 se estima que 9 de cada 10 casos pueden atribuirse a
ha´bitos de vida que podr´ıan modificarse promoviendo estilos de vida saludables como el deporte
o seguir una dieta equilibrada, ya que la obesidad es uno de los mayores factores de riesgo. Sin
embargo, en los u´ltimos an˜os se han planteado tambie´n otros importantes factores de riesgo, entre
ellos el de´ficit de Vitamina D. No obstante, los umbrales de niveles correctos de esta vitamina son
muy controvertidos y el estudio de su impacto, por tanto, es complejo.
Este proyecto consiste en desarrollar un portal web que dara´ soporte a un equipo me´dico re-
copilando datos de contraste en pacientes con diabetes mellitus tipo 2. La aplicacio´n les permitira´
recopilar datos sobre los niveles de Vitamina D entre otros factores como la exposicio´n diaria a la
luz solar, el ejercicio f´ısico diario o ha´bitos como el tabaquismo, todos ellos v´ıa formularios para
posteriormente, compararlos y extraer conclusiones que esperan ayuden a delimitar mejor la enfer-
medad, promover su prevencio´n y, en general conseguir una mejor comprensio´n de la misma.
Se busca tras la finalizacio´n del proyecto, proporcionar a los me´dicos una herramienta u´til y
ajustada que les permita recopilar datos para avanzar en su investigacio´n.
4
Palabras clave
Servicio web
Estudio me´dico
Diabetes
Vitamina D
API-REST
Investigacio´n
Sanidad
5
Abstract
Diabetes mellitus is one of the 10 main causes of death worldwide (in 2017, 4 million people
between 20 and 79 years passed away due to it). It is estimated that around 425 million people
currently suffer diabetes in the world, despite there are a lot of unregistered cases. Only in Europe,
around 38 % of diabetes cases even remain undiagnosed, which means 22 million people affected.
In Spain, it is estimated more than 5 million people suffer this disease, with more than 380.000
new patients every year.
In the case of diabetes mellitus type 2, it is estimated 9 in 10 cases can be attributed to lifestyle
that could be changed by promoting healthy lifestyles such as sport or having a balanced diet,
since obesity is one the main risk factors. Nevertheless, in recent years other important risk factors
have been raised, among them the vitamin D deficit. However, the correct levels threshold of this
vitamin are controversial, and the research impact therefore is complex.
This project consists of developing a web portal which will provide support to a medical team
collecting contrast data in patients with type 2 diabetes mellitus. The application will allow them
to gather information on vitamin D levels, among other factors such as daily exposure to sunlight,
daily physical exercise, or habits such as smoking, all of them through forms to later compare
them, and draw conclusions which are expected to define the disease in a better way, to promote
its prevention and, generally, to get a better understanding.
After project completion, is sought to provide a useful and calibrated tool to the doctors to let
them collect data to make progress in their research.
6
Keywords
Web service
Medical research
Diabetes
Vitamin D
API-REST
Study
Health
7
CAP´ITULO 1
Introduccio´n
En este cap´ıtulo se detalla la motivacio´n que llevo´ a la realizacio´n del proyecto, los objetivos
que este comprende y las pautas que se tomaron para lograr llevarlo a cabo
1.1. Objetivo
Este Trabajo de Final de Grado busca la implementacio´n de un portal web que permita la
recopilacio´n de datos de intere´s para el estudio por parte del equipo me´dico. Para ello contara´ con
formularios personalizados con los campos de intere´s solicitados por el mismo que sera´n rellenados
por los me´dicos en consultas rutinarias con los pacientes que hayan consentido participar en el
proyecto. Estos datos sera´n luego accesibles tanto v´ıa web como en archivos de Excel descargables
desde el propio portal.
Con el fin de ajustar el producto final a las necesidades del equipo la aplicacio´n se entregara´
con tiempo suficiente (aproximadamente en febrero de 2020) para que pueda ser probada, revisada
y modificada a medida. Esto es especialmente importante ya que el estudio se extendera´ muchos
meses ma´s alla´ de la finalizacio´n de este TFG.
El objetivo final, y por supuesto el ma´s importante, es que todo este desarrollo sirva de he-
rramienta para ajustar los criterios de evaluacio´n en los pacientes con diabetes mellitus tipo 2,
permitiendo encontrar pautas en sus estados de salud subsanables que puedan en un futuro preve-
nir ma´s casos de esta enfermedad.
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1.2. Motivacio´n
Nuestra primera motivacio´n para adentrarnos en este proyecto son las tecnolog´ıas empleadas
en el mismo. Ambos participantes estamos interesados en centrar nuestras carreras en tecnolog´ıas
web, uno de ellos trabajando ya de hecho como desarrollador full-stack. El proyecto da adema´s
libertad para ser implementado sin ningu´n tipo de restricciones de disen˜o o rendimiento, lo que
plantea un escenario ideal para experimentar durante su desarrollo.
El otro motivo principal para decantarnos por este proyecto es su cercan´ıa a un proyecto real.
El cliente, la aplicacio´n, los plazos y las necesidades del mismo no son algo creado para un ambien-
te acade´mico, como otros desarrollos ya efectuados durante la carrera, sino un problema real que
precisa una solucio´n efectiva contando con todas las personas que lo acabara´n utilizando. Adema´s
el proyecto requerira´ de un mantenimiento post entrega, otro a´mbito nunca explorado en la carrera
y que sera´ una valiosa experiencia de cara a nuestro futuro.
Por u´ltimo remarcar que uno de los miembros, Sergio, ya tiene buenas experiencias con un
proyecto anterior para el a´mbito me´dico desarrollado en solitario para una empresa en Suiza y
Eduardo siempre ha tenido intere´s en los ha´bitos de vida saludables y la nutricio´n, posible principal
remedio para la diabetes extra´ıdo de los resultados de este estudio.
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1.3. Metodolog´ıa de trabajo
El proyecto sera´ planificado bajo los esta´ndares de la metodolog´ıa Scrum[1] aunque distendiendo
un poco sus cotas temporales, pues al ser solo dos miembros no es necesario hacer un hincapie´ tan
diario en la organizacio´n para mantener el orden. Lo primero sera´ definir co´mo mantendremos los
tres pilares ba´sicos de la metodolog´ıa: transparencia, inspeccio´n y adaptacio´n.
Figura 1.1: Flujo de trabajo en Scrum. Imagen obtenida de Scrum.org [2]
1.3.1. Transparencia
Para mantener a ambos miembros al d´ıa de cualquier avance o variacio´n en el proceso se
empleara´ la herramienta online de Trello[3], que nos permitira´ ir viendo en tiempo real los mismos.
Este sera´ estructurado de la siguiente forma:
Se creara´n dos columnas, una con la lista de tareas pendientes para el sprint actual y otra
con las tareas actualmente en desarrollo. Adema´s se creara´ una columna por cada sprint en
la que se ira´n almacenando todas las tareas finalizadas. Cada tarea podra´ encapsularse en
una o ma´s de estas categor´ıas: despliegue, documentacio´n, front, bug, investigacio´n, modelo
de datos, pendiente de resolver (cuestio´n a espera de la pro´xima reunio´n con el tutor), back,
varios, resuelto (cuestiones ya solucionadas en anteriores reuniones que quedan como recor-
datorio). Adema´s cada tarea llevara´ una o ma´s etiquetas indicando los desarrolladores que
han trabajado en ella.
10
Figura 1.2: Captura de ejemplo de la herramienta Trello.
Asimismo, todo el co´digo del proyecto estara´ subido y actualizado en un repositorio, en este
caso GitHub[4], a trave´s del cual se podra´ ver un histo´rico preciso de los cambios realiza-
dos en cada commit junto a comentarios explicativos del desarrollador que los haya realizado.
Figura 1.3: Captura de ejemplo del repositorio front en GitHub.
1.3.2. Inspeccio´n
Con el fin de mantener este principio, nuestro repositorio no solo albergara´ co´digo, sino tambie´n
un espacio separado para todos los artefactos derivados de Scrum, as´ı como la documentacio´n que
se vaya creando durante el proceso que sea relevante a efectos de esta memoria. Estos artefactos
sera´n por tanto accesibles constantemente por ambos miembros, los cuales avisara´n en caso de
cualquier an˜adido o modificacio´n para que su compan˜ero pueda revisarlo.
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Figura 1.4: Captura de ejemplo con todos los documentos referentes a la memoria en GitHub
tomada a posteriori.
1.3.3. Adaptacio´n
Al final de cada sprint se realizara´ una reunio´n tanto con el tutor del proyecto como con un
representante del equipo me´dico para revisar el proceso y obtener feedback del mismo. Los erro-
res o cambios urgentes extra´ıdos de estas reuniones pasara´n a ser la tareas ma´s prioritarias del
proyecto y su resolucio´n sera´ notificada de inmediato a ambos asistentes de la reunio´n. Adema´s,
para mantener el proyecto lo ma´s af´ın a las necesidades del cliente cualquier cambio significativo
en mitad de un sprint sera´ notificado por correo previamente.
Adema´s, de toda la documentacio´n y artefactos mencionados disponibles durante el desarrollo
los miembros mantendra´n un contacto diario hablando de que´ se ha hecho, se va a hacer y los
problemas que se van encontrando, el cual hara´ las veces de Daily Scrums.
En cuanto a los roles t´ıpicos de Scrum, en nuestro caso, no sera´n utilizados. El Product Owner
sera´ suplido con la comunicacio´n directa y constante de los miembros con el cliente que asegurara´
la priorizacio´n del valor para este durante el desarrollo. El Scrum Master no sera´ preciso ya que
ambos miembros del equipo tienen experiencia utilizando metodolog´ıas a´giles, tanto en la carrera
como fuera en trabajos o proyectos propios. Por tanto solo existira´ el equipo de desarrollo y este
suplira´ las funciones necesarias del resto de roles.
Los sprints sera´n de una duracio´n mensual. Se opta por esta cuant´ıa porque al estar uno de los
miembros au´n con clases y otro trabajando a jornada completa no se estima que en una semana el
desarrollo pueda tener un avance suficientemente significativo. Estos sprints se iniciara´n con una
reunio´n de planificacio´n con el tutor del proyecto y el representante del equipo me´dico, estipulando
que´ se hara´ y co´mo. Asimismo, concluira´n con otra reunio´n de misma ı´ndole que mostrara´ una
demo funcional al representante y recogera´ su feedback, para acto seguido comenzar con la reunio´n
de planificacio´n del siguiente sprint. Se decide aunar as´ı el inicio y final del sprint en una sola
reunio´n para evitar problemas de horarios dif´ıciles de encajar por parte de los cuatro. Tras esta
reunio´n con todos los miembros se realizara´ una pequen˜a reunio´n de retrospectiva solo del equipo de
desarrollo para determinar si la metodolog´ıa de trabajo funciona y que´ se podr´ıa modificar o an˜adir.
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Introduction
This chapter details the motivation that led to the realization of this project, the objectives
that it comprises and the guidelines that were taken to achieve it.
1.1. Objective
This Final Degree Project seeks the implementation of a web portal that allows the collection of
data of interest for the study of the medical team. To do this, it will have personalized forms with
the fields of interest requested by them, which will be filled in by doctors in routine appointments
with patients who have consented to participate in the project. These data will then be accessible
both via the web and in a downloadable Excel file from the portal itself.
In order to adjust the final product to the needs of the team, the application will be launched
with enough time (approximately in February 2020) so that it can be tested and modified to mea-
sure. This is especially important since the study will extend many months beyond the end of this
FDP.
The final objective, and of course the most important one, is that all this development serves
as a tool to adjust the evaluation criteria in patients with type 2 diabetes mellitus, allowing to find
guidelines to improve in their life habits that may prevent more cases of this disease in the future.
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1.2. Motivation
Our first motivation to get into this project is the technologies used in it. Both participants
are interested in focusing their career on web technologies, in fact one of them is already working
as a full-stack developer. The project also gives freedom to be implemented without any design
or performance restrictions, which presents an ideal scenario to experiment during its development.
The other main reason for opting for this project is its proximity to a real project. The client,
the application, the deadlines, and the needs of this project are not something created for an
academic environment, like other developments already carried out during the degree, but a real
problem that requires an effective solution with all the people who will end up using it. In addition,
the project will require post-launch maintenance, another area never explored in the degree and
which will be a valuable experience for our future.
Note that one of the members, Sergio, already has good experiences with a previous project
in the medical field developed alone for a Switzerland company, and Eduardo has always had an
interest in healthy lifestyle habits and nutrition, possible main remedy for diabetes extracted from
the results of this study.
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1.3. Work methodology
The project will be planned under the standards of the Scrum[1] methodology, although it
will slightly loosen its temporary limits. Since there are only two members it is not necessary to
place such daily emphasis on the organization to maintain order. The first thing will be to define
how we will maintain the three basic pillars of the methodology: transparency, inspection and
adaptation.
Figura 1.5: Workflow on Scrum. Picture obtained from Scrum.org [2]
1.3.1. Transparency
To keep both members up to date with any progress or variation in the process we will be using
Trello’s[3] online tool, which will allow us to see them in real time. This will be structured in the
following way:
Two columns will be created, one with the list of pending tasks for the current sprint, and
another with the tasks currently in progress. In addition, a column will be created for each
sprint in which all the completed tasks will be stored. Each task can be encapsulated in one or
more of these categories: deployment, documentation, FrontEnd, bug, research, data model,
pending resolution (questions for the the next meeting with the tutor), BackEnd, variety,
resolved (questions already solved in previous meetings that stay as a reminder). Also, each
task will have one or more labels indicating the developers who have worked on it.
15
Figura 1.6: Example image of Trello’s online tool.
Also, all the project code will be uploaded and updated in a repository, in this case GitHub[4],
through which you can see an accurate history of the changes made in each commit along
with explanatory comments from the developer that realised them.
Figura 1.7: Example image of FrontEnd repository on GuitHub.
1.3.2. Inspection
In order to uphold this principle, our repository will not only store code, but also a separate
space for all the artifacts derived from Scrum, as well as the documentation that is created during
the process that is relevant for the purposes of this report. These artifacts will therefore be cons-
tantly accessible by both members, who will notify in case of any addition or modification so that
their partner can review them.
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Figura 1.8: Example image of all the documents about this report on GitHub.
1.3.3. Adaptation
At the end of each sprint there will be a meeting with both the project tutor and a representa-
tive of the medical team to review the process and obtain feedback on it. Errors or urgent changes
extracted from these meetings will become the highest priority of the project and their resolution
will be immediately notified to both meeting attendees. In addition, to keep the project as close
as possible to the client’s needs, any significant change in the middle of a sprint will be notified by
mail in advance to them.
In addition of all the documentation and artifacts mentioned available during the development,
the members will keep a daily contact talking about what has been done, what is going to be done
and the problems they are encountering, which will act as Daily Scrums.
As for the typical Scrum roles, in our case, they will not be used. The Product Owner will
be replaced with the direct and constant communication of the members with the client that will
ensure the prioritization of the most valuable features for him during the development. The Scrum
Master will not be precise since both team members have experience using agile methodologies,
both in the career and outside in their own work or projects. Therefore, only the development team
will exist and this will supply the functions for the rest of the roles.
Sprints will be monthly. This amount is chosen because one of the members is still with classes
and the other is working full time. It is not estimated that in one week the development can have
a significant advance. These sprints will begin with a planning meeting with the project tutor and
the medical team representative, stipulating what will be done. Likewise, they will conclude with
another meeting of the same nature that will show a functional demo to the representative and
collect their feedback, to begin with the planning meeting for the next sprint. It was decided to
combine the start and end of the sprint in a single meeting in order to avoid problems with schedules
that were difficult for all four to fit into. After this meeting with all the members there will be a
small retrospective meeting only for the development team to determine if the work methodology
works and what could be modified or added.
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CAP´ITULO 2
Tecnolog´ıas
En este cap´ıtulo se detalla todo lo relativo a los lenguajes de programacio´n, los entornos de
desarrollo y los frameworks elegidos para llevar a cabo este proyecto, as´ı como sus caracter´ısticas
principales y la razo´n de su uso.
2.1. Lenguajes de programacio´n
2.1.1. TypeScript
TypeScript[5] es un lenguaje de programacio´n orientado a objetos (OO) el cual es un su-
perconjunto de JavaScript. Decimos que una tecnolog´ıa es un superconjunto de un lenguaje de
programacio´n, cuando puede ejecutar programas de la tecnolog´ıa . En resumen, ejecutara´ el co´digo
como si fuese JavaScript.
TypeScript se diferencia de JavaScript principalmente en que posee inferencia de tipos, es decir,
esta´ fuertemente tipado, adema´s de algunas funcionalidades extra.
Este lenguaje se utiliza en el frontend del proyecto, dado que el framework elegido para realizar
esta parte es Angular, el cual se explicara´ en detalle ma´s adelante.
2.1.2. HTML-5
HTML-5[6] (HyperText Markup Language) es la quinta versio´n del lenguaje ba´sico de la pa´gina
web. Se trata de un lenguaje de marcacio´n para la elaboracio´n del contenido de las pa´ginas web.
Hoy en d´ıa es el lenguaje esta´ndar que aceptan la gran mayor´ıa de los navegadores a la hora de la
construccio´n de las pa´ginas web.
HTML-5 se diferencia de sus versiones anteriores en que incorpora nuevas etiquetas (section,
article, header, footer etc...) con las cuales se busca mejorar y estandarizar la estructura de las
pa´ginas web adema´s de otras actualizaciones como la mejora de los formularios o la inclusio´n de
elementos de audio y v´ıdeo.
Se ha optado por utilizar este lenguaje de marcacio´n debido a su popularidad y a la inclusio´n
de nuevas etiquetas que favorecen la lectura de la pa´gina web por parte de los navegadores.
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2.1.3. CSS-3
CSS[7] (Cascading Style Sheets) es un lenguaje de disen˜o gra´fico para gestionar el aspecto vi-
sual de un documento estructurado escrito en un lenguaje de marcacio´n. Se utiliza en la mayor´ıa
de sitios web junto con HTML para generacio´n de pa´ginas web. De esta manera es mucho ma´s
sencillo generar pa´ginas web, ya que, el disen˜o (CSS) se encuentra separado del contenido (HTML).
2.1.4. Java 8
Java[8] es un lenguaje de programacio´n y una plataforma informa´tica comercializada por pri-
mera vez en 1995 por Sun Microsystems[9] . Proviene de los lenguajes C y C++, y sus aplicaciones
tienen la capacidad de ejecutarse en cualquier JVM (Java Virtual Machine).
Para este proyecto se ha utilizado la version 8 porque esta versio´n es la que menos bugs tiene y
la que mejora ma´s la eficacia en el desarrollo y la ejecucio´n de programas Java[10]. Adema´s de estas
razones, escogimos Java por ser un lenguaje orientado a objetos ideal para desarrollar proyectos
API-REST.
2.1.5. SQL
SQL[11] es un lenguaje declarativo esta´ndar de comunicacio´n dentro de las bases de datos que
nos permite el acceso, gestio´n y manipulacio´n de datos en una base de datos.
Se decidio´ utilizar este lenguaje debido a su uso en el SGDB (Sistema de Gestio´n de Base de
Datos) que utilizamos en el proyecto, MySQL. Adema´s de esto, SQL es ideal para trabajar con
JPA (Java Persistence API) en el backend del proyecto.
2.2. Entornos de desarrollo
2.2.1. Visual Studio Code
Visual Studio Code[12] es un editor de co´digo fuente desarrollado por Microsoft para Windows,
Linux y macOS. Incluye, entre otras caracter´ısticas, soporte para el proceso de depurar, finalizacio´n
inteligente de co´digo o refactorizacio´n de co´digo.
En este proyecto se ha utilizado este entorno de desarrollo para gestionar un proyecto Angular,
ya que este editor posee gran versatilidad a la hora de instalar plugins y gestionar diferentes
lenguajes de programacio´n de manera simulta´nea.
2.2.2. MySQL Workbench
MySQL Workbench[13] se trata de un programa para gestionar, disen˜ar y administrar bases de
datos relacionales, utilizado en nuestro proyecto a la hora de manejar datos de manera local.
Se decidio´ utilizar debido a que se ha usado previamente en nuestros estudios de grado en di-
versas asignaturas de manera productiva, adema´s de que posee una versio´n gratuita.
2.2.3. PhpMyAdmin
Al igual que MySQL Worbench, se trata de una herramienta de gestio´n de bases de datos
MySQL, pero con la diferencia que el acceso a esta herramienta es v´ıa web, aloja´ndose en un ser-
vidor.
Esta herramienta la utiliza Hostinger[14], proveedor de alojamiento web donde se ha decidido
alojar el proyecto para desplegarlo en la web.
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2.2.4. GitHub
GitHub[4] es un sistema de gestio´n de proyectos y control de versiones de co´digo que funciona
con git, el cual hemos utilizado para trabajar en equipo.
Se decidio´ utilizar este sistema debido a la familiaridad que poseemos con el mismo, lo que se
traduce en efectividad y productividad en el flujo de trabajo del equipo.
2.2.5. Bitbucket
Bitbucket[15] es, al igual que GitHub, un sistema de gestio´n de proyectos y control de versiones.
No se ten´ıa planificado utilizar este sistema, pero un cambio en la pol´ıtica de GitHub por el cual
se nos imped´ıa gestionar nuestros repositorios de manera privada entre otros cambios, nos obligo´ a
buscar otras opciones con versiones gratuitas en las cuales guardar una copia auxiliar del proyecto
en caso de que algo fallase con GitHub.
Tras una bu´squeda de sistemas similares, nos decantamos por utilizar Bitbucket debido a la
posibilidad de crear repositorios privados gratuitos e ilimitados para equipos pequen˜os (menos de
5 personas).
2.2.6. Eclipse
Eclipse[16] es una plataforma de software formado por herramientas open source para el desa-
rrollo de aplicaciones.
A lo largo de nuestro paso por los estudios de grado en Ingenier´ıa del Software, hemos utilizado
este programa para desarrollar co´digo, razo´n por la cual lo hemos escogido para la realizacio´n de
la parte backend del proyecto.
2.2.7. Overleaf
Overleaf[17] es un gestor online de proyectos escritos en LATEX. Gracias a los cursos formativos
impartidos por la Oficina de Software Libre[18] realizado en an˜os anteriores y a los recursos puestos
a disposicio´n de los alumnos[19] nos animamos a realizar la memoria con este editor online y en
lenguaje de maquetacio´n LATEX.
2.2.8. MobaXterm
MobaXterm[20] es una herramienta muy versa´til, entre sus funciones destacan la emulacio´n de
terminales o la conexio´n a un cliente SSH.
En este proyecto lo utilizamos con el objetivo de conectarse al servidor remoto proporcionado
por Hostinger[14], en el cual albergamos el despliegue de la parte backend de nuestro proyecto.
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2.3. Frameworks
2.3.1. Java Spring
Spring[21] es un framework del lenguaje de programacion Java el cual nos permite desarrollar
aplicaciones de manera ma´s ra´pida, eficaz y corta, salta´ndonos tareas repetitivas y ahorra´ndonos
l´ıneas de co´digo.
Una de las caracter´ısticas que define Java Spring de otros frameworks es la inversio´n de con-
trol, por la cual, es el framework y no el programador el que ejecuta ciertas operaciones sobre
la aplicacio´n, invirtiendo de esta manera los me´todos de programacio´n tradicionales. Otra de las
caracter´ısticas propias de Java Spring es la inyeccio´n de dependencias, por la cual Spring es capaz
de crear o instanciar aquellos objetos que el programador necesite, favoreciendo el desacoplamiento
y la manejabilidad de los mismos. Adema´s de esto da soporte a una gran cantidad de frameworks
a trave´s de dependencias, facilitando la tarea del programador.
Hemos escogido este framework para realizar la parte backend de nuestra aplicacio´n por las
caracter´ısticas citadas anteriormente, construyendo una API-REST. Esta API-REST actu´a como
un servidor, siendo consumida por un cliente.
Spring da soporte a una gran cantidad de herramientas a trave´s de dependencias. Dichas de-
pendencias se gestionan mediante Maven[22], una herramienta que simplifica los procesos de ins-
talacio´n.
Figura 2.1: Instalacio´n Maven en Java Spring
Swagger
Swagger[23] es un proyecto open source para describir, gestionar, consumir y visualizar aplica-
ciones API REST. Para este proyecto vamos a utilizarlo con co´digo Java, con el objetivo de generar
la documentacio´n de los puntos de acceso y de las entidades que se env´ıan y se reciben.
Mockito
Mockito[24] es un framework utilizado junto con JUnit[25] en Java para realizar tests de manera
sencilla. En este proyecto se va a utilizar para testear las capas de Business y Controller, con el
objetivo final de conseguir un 100 % de cobertura en las clases testeadas.
JPA
JPA[26] (Java Persistence API) es una especificacio´n de Java para acceder, persistir y gestionar
datos entre Clases-Objetos de Java y bases de datos relacionales.
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Gracias a los conocimientos de JPA adquiridos y desarrollados en las asignaturas de IS (Inge-
nier´ıa del Software) y MS (Modelado de Software), nos decantamos por esta opcio´n para gestionar
las llamadas a las bases de datos correspondientes.
2.3.2. Angular
Angular[27] es un framework de desarrollo de aplicaciones SPA (Single Page Applications), el
cual utiliza Typescript como lenguaje de programacio´n. Este framework tiene la ventaja de que no
refresca el navegador al modificar los elementos de la pa´gina web, dando una sensacio´n de dina-
mismo y de inmersio´n al usuario.
Nos decantamos por utilizar este framework debido a su popularidad y al gran uso que se le da
a nivel empresarial.
Bootstrap
Bootstrap[28] es una herramienta para crear interfaces de usuario limpias y totalmente adap-
tables a todo tipo de dispositivos y pantallas, sea cual sea su taman˜o.
Escogimos esta herramienta ya que nos proporciona resultados o´ptimos y limpios de manera
ra´pida, adema´s de que posee una extensa documentacio´n[29] a la que acudir en caso de duda.
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CAP´ITULO 3
Desarrollo
En este cap´ıtulo se relata el proceso de desarrollo de esta aplicacio´n web. Primero veremos
la planificacio´n inicial hablando de los diferentes artefactos que se generaron, posteriormente de
co´mo estos evolucionaron y se fueron adaptando, por u´ltimo, del resultado final del desarrollo y lo
aprendido en el camino.
3.1. Arranque del desarrollo
El primer artefacto que se genero´ es el Product Backlog, que recoge todas las funcionalidades
deseadas por el equipo me´dico, en forma de historias de usuario (pequen˜os fragmentos de texto
estructurado que intentan clarificar al ma´ximo las mismas). Este se compone de una tabla con tres
columnas: la primera de ellas recoge el grupo en el que se engloba la historia de usuario y su ID, la
segunda una descripcio´n corta de la misma y la u´ltima los criterios del comportamiento que debe
tener la funcionalidad en los diversos escenarios posibles.
La generacio´n de este artefacto fue compleja pues los me´dicos ten´ıan claras dos o tres funcio-
nalidades, que supondra´n el nu´cleo de la aplicacio´n (como veremos posteriormente). Del resto de
la aplicacio´n, o no ten´ıan ninguna peticio´n, o no hab´ıa una opinio´n firme sobre ellas. Por ello,
muchas de las funcionalidades de mediana o baja importancia fueron propuestas por el equipo
de desarrollo o el director del TFG y el equipo me´dico se mostro´ ma´s que contento de acogerlas
pra´cticamente todas. A continuacio´n se relatara´ y explicara´ cada seccio´n de dicho Product Backlog
y las modificaciones que sufrio´. El documento completo se encuentra en el Anexo 1.
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El nu´cleo del que habla´bamos anteriormente, y por tanto lo primero a remarcar en nuestro
Product Backlog, se compone de estas tres funcionalidades:
Figura 3.1: Historias de usuario de mayor importancia, Walking Skeleton de la aplicacio´n.
Como se puede apreciar en las historias de usuario lo principal era tener unos test donde rellenar
los datos de los pacientes de forma co´moda, que estos datos pudieran luego ser extra´ıdos en un
Excel y que el acceso a la aplicacio´n fuese privado a los miembros del equipo me´dico. Las dos
primeras suponen la entrada y salida ma´s ba´sica de datos que permitir´ıa al equipo me´dico extraer
sus conclusiones y la tercera, a pesar de ser solo el login, el acceso a la aplicacio´n, es tambie´n de
gran importancia. Uno de los requisitos principales del estudio es el control de la procedencia y
gestio´n de los datos. U´nicamente pacientes que se hayan ofrecido voluntariamente v´ıa formulario
pueden tener sus datos representados y solo los miembros oficiales del estudio pueden tener acceso
a ellos. Esto se consigue mediante un login cerrado que no permite ningu´n tipo de registro desde
el exterior y la creacio´n de todos los perfiles de investigador manualmente por el administrador.
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El siguiente bloque de funcionalidades complementa las tres primeras que en el primer prototipo
emplear´ıan perfiles introducidos a mano en la base de datos para probarse:
Figura 3.2: Historias de usuario sobre la inclusio´n del perfil de administrador y los diversos registros.
En este bloque se recog´ıan los registros tanto de pacientes como investigadores as´ı como el perfil
de administrador y la modificacio´n de contrasen˜as. Aparentemente, por lo explicado de parte del
equipo me´dico, es un problema usual la pe´rdida de contrasen˜a o el filtrado de las mismas por las
condiciones de su ambiente de trabajo, y tener un acceso co´modo a su modificacio´n es de gran
importancia para ellos.
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Las funcionalidades que prosiguieron en la escala de valor para el cliente fueron las siguientes:
Figura 3.3: Historias de usuario sobre listado de usuarios y diversas modificaciones.
Estas funcionalidades se componen de dos tablas que listan de forma limpia tanto investiga-
dores para el perfil de administrador, como pacientes para el de investigador. La funcionalidad de
modificar contrasen˜a de nuevo aparece, pero esta vez es para que cada investigador pueda cambiar
su propia clave. Esta funcionalidad es principalmente para que el administrador pueda crear sus
perfiles con contrasen˜as que ellos mismos puedan modificar al obtener las cuentas a algo fa´cil de
recordar para ellos mismos. Adema´s, se an˜ade la posibilidad de visualizar en una plantilla los datos
de un test realizado, ahorrando tener que extraer el Excel y consultarlo cada vez, cuando solo se
quiere revisar el test de una cita en concreto. Se an˜aden modales para indicar errores y confirmacio´n
en los test, importante ya que estos no pueden ser modificados una vez guardados a no ser que lo
haga el administrador manualmente. Esta posibilidad de modificar una cita por el administrador
es la u´ltima funcionalidad no comentada de este bloque junto con su listar particular para facilitar
el trabajo de este.
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El penu´ltimo bloque de funcionalidades que se extrajo al principio del desarrollo, empieza a
corresponder ya a elementos de gestio´n necesarios pero no prioritarios que en su mayor´ıa fueron
propuestos por el equipo de desarrollo como posibles an˜adidos pra´cticos:
Figura 3.4: Historias de usuario sobre eliminacio´n de perfiles y agilidad en las bu´squedas.
Como se puede observar, este bloque recog´ıa principalmente la eliminacio´n de perfiles, necesaria
si algu´n paciente o investigador sal´ıa del proyecto. Esta funcionalidad, aunque simple, realmente
no se an˜adio´ a este artefacto en un primer momento porque generaba dudas por la naturaleza
del estudio. Los datos extra´ıdos de la aplicacio´n, para ser va´lidos, deben ser privados, de distintos
periodos temporales y completos. La eliminacio´n en este caso de un paciente pod´ıa dejar datos
incompletos, o la de un investigador pacientes con citas a medio completar. Cualquiera de estos
escenarios invalidar´ıa el estudio. Por ello, en primera instancia, se penso´ en no permitir ningu´n tipo
de eliminacio´n, pero tras debatir con el equipo me´dico este mismo aseguro´ que las eliminaciones
ser´ıan pocas o pra´cticamente nulas y solo se usar´ıan para subsanar erratas a la hora de crear perfiles
nuevos sin afectar a los datos. Tras ello se decidio´ an˜adirlas, no sin delimitar claramente en sus
criterios de aceptacio´n las condiciones para poder realizar las eliminaciones.
La otra funcionalidad que aparecio´ fueron los filtrados, los cuales hab´ıan sido implementados
en otras aplicaciones por el equipo de desarrollo as´ı que no supon´ıan un gran esfuerzo y pod´ıan ser
moderadamente u´tiles. Los me´dicos no se mostraron entusiastas con la idea pues apenas habr´ıa 15
investigadores pero ciertamente era una funcionalidad que podr´ıan usar eventualmente as´ı que se
decidio´ an˜adirla.
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El u´ltimo grupo de funcionalidades que cerraba este artefacto eran las menos prioritarias. Entre
ellas un filtrado tambie´n para pacientes, la muestra de datos para cada investigador en su propio
perfil y la inclusio´n de estad´ısticas. Esta u´ltima funcionalidad lamentablemente nunca pudo llevar-
se al desarrollo pues se prefirio´ cerrar la aplicacio´n para poder tenerla funcionando y ajustarla a
las necesidades del equipo me´dico a embarcarse en esta funcionalidad que nunca desperto´ mucho
intere´s en el equipo:
Figura 3.5: Historias de usuario sobre filtrado de pacientes, perfiles de investigador y estad´ısticas.
Estas fueron todas las funcionalidades an˜adidas al Product Backlog al principio del desarrollo.
En el siguiente apartado, el de desarrollo, se ira´n comentando los cambios que sufrieron estas
historias y como aparecieron incluso algunas nuevas.
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Junto a este artefacto se creo´ tambie´n un User Story Map, que permite visualizar mejor todas
las historias comentadas anteriormente y, adema´s, marca un flujo de uso de las mismas de izquierda
a derecha y secciona las funcionalidades en las releases mensuales en las que espera´bamos tenerlas:
Figura 3.6: Mapa de historias de usuario.
Este mapa recoge todas las historias relatadas en este apartado y marca las divisiones en releases
que seguira´ el pro´ximo para hablar de como fue el desarrollo de la aplicacio´n, as´ı que puede ser
consultado en cualquier momento para clarificar de que´ secciones de este apartado habla cualquier
punto del desarrollo durante los sprints. No´tese que en ocasiones se hablara´ de sprints y en otras
de releases, ya que en nuestro caso cada uno de los primeros coincide con una de las segundas. El
documento completo se encuentra en el Anexo 2.
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3.2. Desarrollo durante los sprints
Con nuestros artefactos listos y la primera reunio´n fijada para principios de octubre comenzo´
nuestro primer sprint en septiembre. Nuestro objetivo, como se puede apreciar en el User Story
Map anterior, era el acceso a la aplicacio´n como investigador y la posibilidad de rellenar tests de
pacientes. La idea era empezar con el modelo de datos de los test, pensar en su extraccio´n y despue´s
hacer el login, sin embargo, faltaban detalles sobre la estructura y limitaciones de los tests as´ı que
intercambiamos el orden a la espera de informacio´n ma´s precisa. Visto lo cual comenzamos con el
acceso a la aplicacio´n.
A pesar de haber estado durante el mes de agosto viendo tutoriales y practicando con las tec-
nolog´ıas al ponernos de verdad sobre el proyecto comprobamos que au´n ten´ıamos que estudiar en
profundidad muchos aspectos. Eduardo por suerte en el trabajo que hab´ıa comenzado ese mismo
verano hab´ıa utilizado parte de las herramientas aunque no fuese en profundidad, pero Sergio no
conoc´ıa herramientas como Angular o Spring Boot hasta hace un par de semanas. El primer mes se
nos escapo´ de las manos pra´cticamente en configuracio´n del software necesario y de los proyectos
tanto en frontend como backend, la conexio´n de todo el sistema y el disen˜o de la simple pa´gina
de login as´ı como su funcionalidad. Para cuando llego´ octubre el consumo de tareas iba mucho
ma´s lento de lo esperado y la primera reunio´n pra´cticamente solo sirvio´ para cerrar el disen˜o de
la aplicacio´n en l´ıneas generales, la paleta de colores, el tipo de letra, el espaciado y taman˜o, etc,
y clarificar ma´s detalles sobre el formulario de test para las citas. Este retraso en las tareas y
desajuste del orden de desarrollo se mantendr´ıa lamentablemente para el siguiente sprint aunque
se ir´ıa ajustando en los siguientes. A continuacio´n se recoge una captura del login (ver figura 3.7).
Figura 3.7: Captura del login de la aplicacio´n.
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Tras este primer sprint con retraso, el equipo de desarrollo al fin ten´ıa todo listo y ordenado
para trabajar en condiciones o´ptimas. Mientras Sergio se centraba en el formulario y el registro
de pacientes, Eduardo paso´ a las primeras tareas que no requer´ıan el modelo de datos del test, el
registro de investigadores y, a su vez, la creacio´n y acceso del perfil de administrador. Al final de
este segundo sprint el formulario estaba finalizado y los pacientes ten´ıan su propio registro como
se muestra en las siguientes figuras.
Figura 3.8: Vista principal del investigador con su lista de pacientes.
Esta captura (figura 3.8) muestra la imagen final de la vista principal del investigador con su
lista de pacientes. En ese momento no exist´ıa au´n el boto´n de generar Excel ni el de arriba a la
derecha en el que se lee “administrar”. Por lo dema´s el disen˜o se ideo´ y se mantuvo as´ı desde un
primer momento en toda la pa´gina a excepcio´n de los iconos, que vendr´ıan a futuro como un nuevo
requisito.
Figura 3.9: Formulario de test para pacientes.
En cuanto al formulario, tanto el disen˜o como los campos (que eran imposible incluir en su
totalidad en la figura 3.9) se crearon y mantuvieron como se ven en la figura anterior. Posteriormente
se le an˜adir´ıan algunas funcionalidades extra pero sin cambiar su aspecto.
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Figura 3.10: Vista principal del administrador con la lista de investigadores.
En la figura 3.10 se observa la lista de investigadores en la ventana principal de administrador,
con el mismo disen˜o que la de pacientes pero con dos botones an˜adidos que permitir´ıan posterior-
mente modificar la contrasen˜a de investigador y eliminarlo. Al lado izquierdo se ve el formulario
de registro de investigador que aparece completo en la figura 3.11.
Figura 3.11: Formulario para registrar nuevos investigadores como administrador.
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Las claves de acceso a la aplicacio´n son el DNI y la contrasen˜a. Como se observa en la figura,
se puede utilizar un NIE como clave, este detalle fue introducido a posteriori con el despliegue de
la web ya que una de las investigadoras es extranjera.
Con estas funcionalidades implementadas, la segunda release se llevo´ a cabo con todas las tareas
consumidas a excepcio´n de la extraccio´n de datos, que ser´ıa lo primero a retomar en el siguiente
sprint. El equipo me´dico mostro´ conformidad con todo el desarrollo hasta la fecha aunque solicito´
algunos an˜adidos para el formulario. Durante la demo realizada en la reunio´n el me´dico represen-
tante del equipo y codirector del TFG, Alejandro, noto´ que el formulario no daba indicaciones de
que´ valores se esperaban en los diferentes campos y no daba suficiente informacio´n de los errores.
Los miembros del equipo de desarrollo no sab´ıamos nada acerca de que´ valores ser´ıan va´lidos o la
informacio´n que les seria u´til en un mensaje de error en el formulario as´ı que Alejandro recopilo´
por cuenta propia todos estos datos y nos los envio´ en un documento por correo al par de d´ıas.
Figura 3.12: Documento con rangos de variables y tipo de campos esperados en el formulario.
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Estos valores se an˜adieron posteriormente al formulario en forma de tooltips, pequen˜os boca-
dillos de informacio´n al pasar el cursor sobre los nombres de cada campo del formulario.
Figura 3.13: Tooltip de informacio´n sobre el rango de valores esperado en un campo del formulario.
Adema´s se an˜adio´ un remarcado en rojo para cuando el valor estuviese fuera de ese rango o no
fuese siquiera un nu´mero y uno en verde cuando el contenido del campo cumpliese los requisitos
establecidos.
Figura 3.14: Remarcado de colores para visualizar si el valor cumple los requisitos del campo del
formulario.
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En el siguiente sprint todas las funcionalidades se centraban en la modificacio´n de los diferentes
elementos de la aplicacio´n, sin embargo tras hablar con el equipo me´dico se llevaron a cabo varios
cambios en el orden de prioridad:
Las funcionalidades referentes al perfil (en este punto sobre todo la modificacio´n de contra-
sen˜a) se relegaron a una prioridad baja. Ciertamente la posibilidad de cambiar la contrasen˜a
por el usuario era importante para los me´dicos pero no ma´s que la visualizacio´n de los datos
del formulario o las funcionalidades au´n restantes de gestio´n para los usuarios.
Relacionado con lo dicho en el punto anterior, eliminar perfiles y filtros pasaron a una priori-
dad media y se pusieron al nivel de visualizar datos test. Estas historias de usuario pasaron
a la release 3.
En cuanto a la historia de modificar citas y listarlas, estas mantuvieron su prioridad, pero su
carga de trabajo, con todos los nuevos detalles de rangos y validaciones an˜adidos al formu-
lario, se hab´ıa vuelto abrumadora. El equipo lo comento´ con el representante de los me´dicos
y este dio el visto bueno a posponerla ya que era una herramienta de correccio´n de errores
y todo nuestro trabajo en el momento sobre el formulario se encaminaba a la prevencio´n de
los mismos al ma´ximo.
Figura 3.15: Calendario mejorado, mucho ma´s fa´cil de manejar que escribir la fecha manualmente,
lo que llevaba a errores.
Por u´ltimo, aunque no se an˜adiese una nueva, se mantuvo abierta la historia de rellenar datos
paciente ya que durante todo este sprint se siguio´ trabajando en mejoras para el mismo y
detalles que se iban comentando por correo con el equipo me´dico.
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Con esta nueva organizacio´n se continuo´ con el desarrollo. La historia de “Modificar contrasen˜a
investigador” se amplio´, ya que supon´ıa poco trabajo extra y resultaba interesante, a modificacio´n
de cualquier campo del investigador.
Figura 3.16: Formulario para la modificacio´n de datos de un investigador por parte del adminis-
trador.
Los listar, tanto pacientes como investigadores, fueron finalizados y junto con otros elementos
visuales redisen˜ados para incluir iconos. Estos iconos fueron una propuesta del profesor director en
la que nunca se penso´ pero que ciertamente an˜ad´ıan usabilidad a la interfaz general de la aplicacio´n.
En cuanto a la eliminacio´n de perfiles, como se comento´ en el punto de arranque del proyecto no
esta´ permitido eliminar investigadores con pacientes asignados y los pacientes pueden eliminarse
tengan o no citas realizadas, pero en el caso de tenerlas se pedira´ una confirmacio´n extra para evitar
posibles problemas. En caso de confirmar la eliminacio´n, sus citas completadas por el momento,
as´ı como el perfil del pacientes sera´n eliminadas de la base de datos.
Figura 3.17: Mensaje de confirmacio´n para la eliminacio´n de un paciente con algu´n test de sus citas
relleno.
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Se an˜adieron los filtros tanto para pacientes como para investigadores. En el caso de los in-
vestigadores se sometio´ a debate la posibilidad de implementar una lista desplegable en vez de un
buscador por DNI escrito, pero el numero de investigadores (unos 15) dejaba la lista algo larga
como para ser co´moda y el buscador algo amplio para ser tan pocos. Finalmente, se decanto´ por
el buscador, principalmente por mantener una concordancia y similitud con el sistema empleado
para los pacientes.
Figura 3.18: Filtros para la bu´squeda por DNI de investigador o identificador de paciente.
Terminada esta tercera release, la reunio´n con el representante del equipo me´dico y el profesor
director del TFG se llevo´ a cabo. En cuanto al formulario de test para las citas, quedo´ cerrado
a excepcio´n de un pequen˜o an˜adido que hizo ver el profesor: en los campos que puedan admitir
o no decimales el mensaje de informacio´n sobre su contenido deber´ıa clarificarlo. Por la parte de
gestiones de usuarios tanto modificacio´n, eliminacio´n o filtrado no hubo ninguna queja, aunque era
de esperar pues sus condiciones ya hab´ıan sido habladas mu´ltiples veces tanto de forma presencial
como por email. Con todo revisado y los detalles de algunas historias apuntados se procedio´ con
el cuarto sprint, el u´ltimo, con una gran carga de tareas.
Finalmente, se llevo´ a cabo la extraccio´n de datos de la aplicacio´n a un Excel. En un primer
momento se hizo dejando una l´ınea para cada cita de cada paciente, pero por peticio´n del equipo
me´dico tras ver el resultado se modifico´ a una sola l´ınea por paciente con sus dos citas consecutivas
en la misma.
Figura 3.19: Mensaje de confirmacio´n de la extraccio´n de datos y documento Excel resultante.
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La visualizacio´n de los datos del test se implemento´ siguiendo el disen˜o del formulario de
recopilacio´n de datos pero listando los campos para facilitar su lectura. Adema´s, se mantuvieron
los tooltip para permitir su consulta en todo momento y no ofuscar ninguna informacio´n.
Figura 3.20: Fragmento de la visualizacio´n de un test realizado.
Se an˜adieron y mejoraron mensajes de error y modales de confirmacio´n para la insercio´n de
datos en la aplicacio´n, ya fuese de usuario o de los propios test sobre pacientes.
Figura 3.21: Modal de confirmacio´n para el guardado de un test.
Se cerraron todas las historias que au´n acumulaban modificaciones hasta la fecha como Rellenar
datos paciente y se completaron ambas historias de la seccio´n de Perfiles con la modificacio´n de
contrasen˜a propia para cada investigador y la visualizacio´n de sus datos.
Figura 3.22: Perfil de investigador.
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Por u´ltimo, en este sprint se llevo´ a cabo la implementacio´n de las historias Modificar citas
y Listar citas, que se llevaron una gran parte de la carga de trabajo del mismo. Para la lista de
citas se decidio´ an˜adir una nueva historia de usuario Filtrar citas por identificador de paciente para
dar alguna herramienta de filtrado en esta lista que sera´ presumiblemente la ma´s larga. Adema´s,
se mantuvieron los filtros de menor a mayor ya implementados en anteriores listas. Se an˜adio´ un
pequen˜o boto´n de actualizacio´n sobre la lista ya que las citas son los componentes ma´s cambiantes
de la aplicacio´n y pueden estarse an˜adiendo frecuentemente al mismo tiempo que se consulta esta
tabla. Para evitar que el usuario tenga que recargar la pa´gina para ver estos cambios y recordarle
que pueden estarse sucediendo se an˜ade este boto´n.
Figura 3.23: Perfil de investigador.
En cuanto a la modificacio´n de las citas por parte del administrador, se decidio´ mantener el
estilo de la visualizacio´n de citas realizadas ya que era ma´s compacto pero an˜adiendo campos para
poder rellenar aquellos datos que quisieran modificarse. Estas modificaciones siguen los mismos
criterios de entrada que el test original, reaccionan de igual manera con el patro´n de colores a
las inserciones va´lidas o inva´lidas y tienen los mismos mensajes de error, a excepcio´n de que este
formulario no requiere todos los campos rellenos.
Figura 3.24: Formulario de modificacio´n para un test realizado sobre una cita.
Como se ha visto en las figuras y se recoge en el mapa de historias de usuario de la seccio´n
anterior, con esto quedaba completada la mayor parte de la aplicacio´n. La ultima reunio´n en
diciembre de 2019 se llevo´ a cabo y aunque la siguiente te´cnicamente deb´ıa ser a finales de enero
con las festividades y los exa´menes se tuvo que posponer a febrero. En vistas de las fechas que
se manejaban ya, como se comento´ anteriormente, se dejo´ de lado el apartado de estad´ısticas y
se empezo´ a trabajar en el despliegue de la aplicacio´n del que se hablara´ en un pro´ximo cap´ıtulo.
Adema´s, los artefactos utilizados tanto para planificacio´n como gestio´n se mantuvieron durante
esta fase de despliegue, y tras esta, durante el mantenimiento del que igualmente se hablara´ en su
propio cap´ıtulo.
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CAP´ITULO 4
Implementacio´n
En este cap´ıtulo se explican los detalles de la implementacio´n de las partes frontend y backend
de nuestro proyecto, tanto de la generacio´n del proyecto inicial como de la infraestructura del
mismo.
4.1. Frontend
En esta seccio´n se va a hablar del proyecto Angular el cual compone la parte frontend de nuestra
aplicacio´n. Este framework nos ofrece un desarrollo ma´s ra´pido con respecto a otros frameworks, ya
que se estructura en diferentes componentes web y genera una pa´gina web dina´micamente. Dicho
proyecto se almaceno´ y gestiono´ mediante este repositorio de GitHub[30].
4.1.1. Generacio´n Proyecto Angular
Para la generacio´n de un proyecto base en Angular se utilizo´ Angular Cli, un herramienta
de l´ınea de comandos que facilita la creacio´n y gestio´n de proyectos Angular y de sus diferentes
componentes. Angular Cli, al tratarse de una herramienta NodeJS, requiere tenerlo instalado en
nuestro sistema operativo. Para ello la primera tarea a realizar es instalar NodeJS a trave´s de su
pa´gina oficial[31], escogiendo la versio´n que soporte nuestro sistema operativo.
A continuacio´n, a trave´s del terminal que nos proporciona la herramienta de desarrollo Visual
Studio Code, ejecutamos el comando npm install -g @angular/cli@latest, el cual nos instala
Angular Cli en la u´ltima versio´n disponible.
Figura 4.1: Versio´n Angular Cli
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Una vez instalada la herramienta de comandos Angular Cli, procedemos a crear nuestro proyecto
base Angular ejecutando el comando ng new estudio-medico-tfg2019, generando un proyecto
completo Angular junto con toda su estructura de carpetas.
4.1.2. Arquitectura de la aplicacio´n Angular
Angular es una herramienta que se sustenta en la idea de modular del co´digo en componentes.
Estos componentes son fragmentos de co´digo independientes que la pa´gina web carga o descarga
segu´n las acciones del usuario.
Figura 4.2: Estructura de componentes en Angular.
En el caso de nuestro proyecto se emplearon cuatro grandes componentes (admin, form, login
y researcher) as´ı como algunos ma´s pequen˜os que se desglosara´n ma´s adelante. El componente
app que los engloba es creado por Angular automa´ticamente y sirve como base para montar y
desmontar el resto de componentes.
login
El primer componente que se creo´ en la aplicacio´n y sobre el que se desarrollo´ el disen˜o general
que se seguir´ıa en el resto de la misma. Como todos los componentes de esta aplicacio´n se compone
de un archivo HTML con la estructura del elemento, un archivo CSS con el disen˜o del mismo y
finalmente un archivo de TypeScript con los comportamientos posibles del componente.
Figura 4.3: Estructura del componentes de login.
En cuanto a la estructura el elemento se compone solamente de la cabecera, un formulario para
introducir usuario y contrasen˜a y un modal para mensajes de error. Aprovecharemos que este es
uno de los formularios ma´s sencillos de la aplicacio´n para explicarlo un poco ma´s en detalle, ya que
estos son una parte fundamental de la misma.
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Figura 4.4: Co´digo HTML del login.
Los formularios constan de un formGroup con nombre propio (loginForm en este caso) que
engloba uno o varios elementos de control con nombre propio (formControlName, en este caso
dni y password) como campos de entrada de datos para el formulario y finalmente un boto´n para
disparar la validacio´n del formulario, cuyo resultado se representa como mensaje de error en el
modal que hay justo a continuacio´n o con la resolucio´n del mismo, que en este caso permitir´ıa
acceder a la aplicacio´n con el perfil introducido. Este proceso de validacio´n y respuesta se produce
en el archivo de TypeScript.
Figura 4.5: Co´digo TypeScript del login.
En la figura 4.5 se observan dos bloques, uno es el del me´todo ngOnInit, que es lanzado por el
componente justo al montar la pa´gina y enlaza los campos del formGroup explicado anteriormente
con las variables que se utilizan en este archivo mediante sus nombres (dni y password). El segundo
bloque recoge el me´todo onSubmit que se lanza al presionar el boto´n del formulario y como se puede
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apreciar primero realiza las validaciones, las cuales en caso de ser erro´neas rellenan el modal con un
mensaje de error, y finalmente llama al me´todo doLogin que conecta al usuario a la aplicacio´n si
todas han sido correctas. Sin embargo estas validaciones son llamadas desde dos elementos externos
a este documento, el dniInputService y el passwordInputService. Estos servicios son una coleccio´n
de me´todos que no se encuentran dentro de ningu´n componente y sirven tanto para ser utilizados
de forma recurrente por cualquiera de estos como para conectar la aplicacio´n frontend al backend.
Figura 4.6: Servicios disponibles en la aplicacio´n.
Al igual que los componentes, los servicios esta´n englobados en cuatro grandes grupos: admin y
researcher, los dos perfiles existentes en la aplicacio´n y subject y form, los dos elementos principales
a manejar en la misma. El resto de grupos de servicios corresponden a me´todos puntuales que no
encajaban en ninguno de estos grupos, de los cuales hablaremos segu´n vayan apareciendo. En el
caso del login sus servicios esta´n incluidos en el grupo de researcher, ya que fue el primer perfil
para el que se disen˜o´ el mismo.
Figura 4.7: Servicios asociados al perfil de investigador.
Estos servicios engloban las validaciones de campos (los servicios con el sobrenombre input)
tanto para hacer login en la aplicacio´n como para registrar investigadores. El servicio researcher-
service comprende todos los me´todos de acceso al backend referentes a este perfil.
form
El componente de formulario se compone de dos partes: un componente appointment que englo-
ba el test a realizar en los pacientes durante las citas y el appointment-view que es una visualizacio´n
no editable del mismo una vez completado.
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Figura 4.8: Componentes del test para las citas y su visualizacio´n una vez completados.
El primer componente corresponde al formulario de la figura 3.9, el cual tiene una estructura
similar a la explicada para el de login solo que con una longitud de 600 l´ıneas. As´ı mismo, tiene un
componente de TypeScript en el que se manejan las validaciones, mensajes de error y el guardado del
contenido en la base de datos. Se sirve de los servicios del form-service para realizar las validaciones
de todos sus campos y de varios me´todos del researcher-service para realizar los accesos a la base
de datos a trave´s del backend.
Figura 4.9: Me´todo para el guardado del test referente a una cita completada.
En la figura 4.9 se puede observar el me´todo encargado de guardar la informacio´n del test en el
sistema. Utiliza una url para saber donde encontrar el backend que le esta´ ofreciendo los me´todos, en
la cual se utiliza una variable externa exportada desde constantService. Esta variable simplemente
sirve como manera ra´pida de cambiar entre la url de acceso local, con la que los desarrolladores
pueden trabajar en sus bases de datos privadas, y la url que conecta con el servidor operativo
en Hostinger. Mediante la terminacio´n de esta url, que se an˜ade dentro de cada me´todo, el bac-
kend es capaz de distinguir a que´ controlador y que´ me´todo este´ haciendo la llamada el frontend,
el cual adema´s le pasa los datos (en este caso el test relleno) como un para´metro junto a la llamada.
El segundo componente corresponde a la figura 3.20 y es solo la visualizacio´n de los datos de un
test ya realizado, obtenidos en una sola llamada al cargar el componente y no comprende ningu´n
otro comportamiento.
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admin
El siguiente componente incluye todas las vistas del perfil de administrador. Comprende cuatro
componentes, uno para cada elemento de la aplicacio´n (investigadores, pacientes y test) y uno para
la edicio´n de perfiles de investigadores.
Figura 4.10: Componentes relacionados con el perfil de administrador.
El primer componente corresponde a la vista con el listado de test realizados en la aplicacio´n
por todos los investigadores y a la figura 3.24, que es la modificacio´n de una de estas. Para el
componente del listado se trae de la base de datos todos los test realizados con el investigador que
los realizo´ y se rellena una tabla dina´micamente con dicha informacio´n.
Figura 4.11: Bucle de generacio´n para la tabla de test realizados.
La tabla emplea una variable en el archivo de TypeScript asociado en la que se han guardado
los test llamada appointments (al principio del bucle for) y para cada iteracio´n escribe el nu´mero
de identificacio´n del paciente, si es el test es de su cita 1 o 2 y un boto´n de editar que permite abrir
la vista al segundo componente.
El siguiente componente de administrador es edit-researcher-admin, que es una sencilla vista
con un formulario que permite editar nombre, apellidos y la contrasen˜a de un investigador que se
puede ver en la figura 3.16. A este componente se accede mediante una tabla, muy similar a la
utilizada para los test, que se encuentra en el componente de researcher-admin. Este es a su vez
la vista principal del administrador nada ma´s identificarse en la aplicacio´n y contiene dicha tabla
de investigadores y un formulario que se puede observar en la figura 3.11 que permite el registro
de investigadores. El u´ltimo componente, referente a los pacientes, incluye una tabla en la l´ınea de
las anteriores y unos filtros para la misma como se puede ver en la figura 3.18.
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researcher
El u´ltimo grupo de componentes son los referentes al perfil de investigador. En este grupo se
an˜adir´ıa el componente de estad´ısticas comentado en cap´ıtulos anteriores.
Figura 4.12: Componentes relacionados con el perfil de investigador.
Como se observa en la figura 4.12 existen dos componentes para este perfil. El primero imple-
menta la vista principal del investigador, donde se ve una tabla con los pacientes que tiene asociados
y un pequen˜o campo para introducir nuevos pacientes mediante su co´digo de identificacio´n como
se puede ver en la figura 3.8. Incluye tambie´n un modal para mensajes de error y un formulario de
inclusio´n. Este formulario mediante CSS aparece sobre el resto del contenido al an˜adir un paciente
para solicitar que marques si se cumplen todos los criterios de admisio´n (mayor de 18 an˜os, al
menos una visita previa en el centro, etc). Aprovecharemos este componente para explicar como se
manejan los errores y las llamadas de observables.
Figura 4.13: Llamada a un servicio mediante un observable y manejo de errores.
En la figura 4.13 vemos como un observable utiliza un me´todo subscribe que dentro incluye el
co´digo del que hablaremos. Este observable es ba´sicamente una llamada as´ıncrona a un me´todo, en
este caso registrar paciente, a la cual nos suscribimos para manejar su resultado cuando se obtenga.
Dentro del me´todo vemos un primer bloque de co´digo para responseData, el cual es llamado en
caso de devolver el me´todo a parte de su contenido un co´digo HTTP 200, que significa que todo ha
ido sin problemas. En caso de devolver otro co´digo se accede al segundo bloque en el que se activa
el modal con el mensaje de error y se muestra una explicacio´n del mismo ma´s ilustrativa que solo
un nu´mero. Estos co´digos de error han sido decididos por los desarrolladores siguiendo la filosof´ıa
original de HTTP y por ese motivo se conoce exactamente cuales se pueden dar y su significado.
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4.1.3. Inicializacio´n del proyecto
Local
Para la inicializacio´n del proyecto en local es necesario tener algu´n entorno de desarrollo com-
patible, como Visual Studio Code el cual hemos utilizado nosotros, y tener instalada la interfaz de
l´ınea de comandos de Angular (Angular CLI). Una vez instalada solo necesitamos abrir el proyecto
en nuestro entorno, abrir un terminal y ejecutar ng serve. En ocasiones el instalador de paque-
tes npm tiene problemas para reconocer el comando (nos ha ocurrido en algunos equipos) y sera´
necesario escribir una sentencia algo ma´s completa: npm run ng serve.
Remoto
En el caso de querer acceder a la aplicacio´n en remoto no se requiere de ningu´n requisito previo
ma´s que utilizar un navegador. La pa´gina desde la que se acced´ıa a la aplicacio´n es http://tfg-
estudio-medico.com/, la cual se utilizo´ de manera temporal para hacer pruebas y actualmente no
se encuentra disponible.
4.2. Backend
En esta seccio´n se va a hablar del proyecto Java Spring Boot el cual compone la parte backend
de nuestra aplicacio´n. La aplicacio´n es una API-REST, la cual sera´ consumida por el frontend
mediante llamadas en protocolo HTTP. Dicho proyecto se almaceno´ y gestiono´ mediante este
repositorio de GitHub[32].
4.2.1. Generacio´n Proyecto Java Spring Boot
Para la generacio´n del proyecto inicial se utilizo´ Spring Initializr[33], a trave´s de su pa´gina web.
Escogimos gestionar las dependencias del proyecto con Maven dado el alto grado de familiaridad
que poseemos con esta tecnolog´ıa. A continuacio´n se escogio´ el lenguaje Java para implementar
la aplicacio´n debido a sus caracter´ısticas intr´ınsecas (polimorfismo y herencia). Para finalizar se
an˜adieron los paquetes de Web y JPA, necesarios para gestionar las conexiones externas y para la
capa de persistencia.
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Figura 4.14: Proyecto inicial Spring Boot
Una vez generado el proyecto Spring Boot, hubo de importarse el mismo en el entorno de
desarrollo Eclipse.
4.2.2. Arquitectura de la aplicacio´n Java Spring Boot
La arquitectura de la aplicacio´n Spring Boot desarrollada se divide principalmente en los apar-
tados de co´digo, documentacio´n y tests.
Co´digo
El proyecto backend de la aplicacio´n esta´ escrito en Java 8, y dividido en los siguientes bloques
o paquetes, los cuales se describen a continuacio´n.
Controladores
Son los elementos del co´digo encargados de recibir las diferentes peticiones HTTP y mapear
los objetos enviados en las mismas, ya sea en el cuerpo de la peticio´n en caso de ser una
peticio´n de tipo POST, o en la propia url si es una peticio´n de tipo GET. Adema´s de esto,
son los encargados de realizar la lo´gica de navegacio´n, llamando a la capa de Negocio y, con
el resultado obtenido, generar una respuesta a la parte frontend de la aplicacio´n.
Para identificar los diferentes controladores de nuestra aplicacio´n, la nomenclatura de los
mismos siempre terminara´ con la palabra Controller.
En nuestra aplicacio´n disponemos de 3 controladores: El UserController, encargado principal-
mente del proceso de login de la aplicacio´n. El AdminController, encargado de obtener todos
los recursos que demande el usuario de tipo administrador en nuestra aplicacio´n. Finalmente
el ResearcherController, encargado de obtener los recursos que demanden los usuarios de tipo
investigador en nuestra aplicacio´n.
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Todos los controladores se han implementado con el patro´n de Disen˜o Interface, separando
los me´todos de su implementacio´n y haciendo al co´digo ma´s legible y mantenible de cara al
futuro.
Figura 4.15: Controladores del proyecto backend
Figura 4.16: Ejemplo Interfaz Controlador UserController
Servicios de la aplicacio´n
Son los elementos del co´digo encargados de centralizar la lo´gica principal de la aplicacio´n. Los
controladores los llaman, estos llaman a los repositorios para obtener los recursos solicitados,
y devuelven dichos recursos al controlador.
Para identificar los diferentes servicios de de nuestra aplicacio´n, la nomenclatura de los mis-
mos siempre terminara´ con la palabra Business.
En nuestra aplicacio´n disponemos de 3 servicios de aplicacio´n: El UserBusiness, encargado
principalmente de gestionar a los diferentes usuarios de la aplicacio´n. El ResearcherBusiness,
encargado de gestionar las diferentes funcionalidades que puede realizar un usuario de tipo
investigador en nuestra aplicacio´n. Por u´ltimo el SubjectBusiness, encargado de gestionar a
los pacientes y a sus respectivas citas y cuestionarios.
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Al igual que los controladores, todos los servicios de aplicacio´n se han implementado con el
patro´n de disen˜o Interface
.
Figura 4.17: Servicios de Aplicacio´n del proyecto backend
Figura 4.18: Ejemplo Interfaz Servicio de aplicacio´n UserBusiness
Repositorios
Son los elementos encargados de comunicarse con la base de datos correspodiente, ya sea
guardando recursos, actualizar, listar, borrar etc...
Todos los repositorios extienden de la clase JpaRepository, una clase perteneciente a Spring-
Data, la cual implementa el co´digo necesario para realizar una llamada a la base de datos.
De esta manera no ha sido necesario implementar dichas clases.
Para identificar los diferentes repositorios de de nuestra aplicacio´n, la nomenclatura de los
mismos siempre terminara´ con la palabra Repository.
Nuestra aplicacio´n dispone de 4 repositorios: El InvestigationDetailsRepository, encargado de
gestionar los detalles de los cuestionarios realizados a los pacientes. El InvestigationReposi-
tory, encargado de gestionar los cuestionarios realizados a los pacientes. El UserRepository,
encargado de gestionar a los diferentes usuarios administradores e investigadores de la apli-
cacio´n. Y finalmente, el SubjectRepository, encargado de gestionar a los pacientes del estudio.
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Figura 4.19: Repositorios del proyecto backend
Figura 4.20: Interfaz Repositorio UserRepository
Modelos
Son los elementos encargados de almacenar la informacio´n de las bases de datos y de las
peticiones HTTP, delimitando el dominio de las mismas.
Hay 3 tipos de modelos en nuestra aplicacio´n:
• Dominio.
Son los elementos que definen un rango de posibles valores. En nuestra aplicacio´n dis-
ponemos del enumerado Role para definir los tipos de usuarios que pueden acceder a la
aplicacio´n.
Figura 4.21: Ejemplo Dominio Enumerado Role
• Entidades.
Son los elementos encargados de interactuar con las bases de datos de nuestra aplicacio´n.
Estas entidades JPA, tambie´n llamadas POJO’s (Plain Old Java Objects), se encuen-
tran mapeadas mediante anotaciones y representan las tablas de nuestra base de datos
relacional.
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Para identificar las diferentes entidades de nuestra aplicacio´n, la nomenclatura de las
mismas siempre terminara´ con la palabra Entity.
Figura 4.22: Entidades del proyecto backend
Figura 4.23: Ejemplo Entidad InvestigationEntity
• Dtos (Data Transfer Objects).
Son los elementos encargados de mapear los objetos de tipo JSON enviados en las pe-
ticiones HTTP para ser tratados en la aplicacio´n. Tambie´n se encargan de devolver la
informacio´n necesaria mediante una respuesta HTTP.
Para identificar a los dtos (Data Transfer Objects) de nuestra aplicacio´n, la nomencla-
tura de los mismos siempre terminara´ con la palabra Dto.
De esta manera, los controladores de la aplicacio´n tratara´n los dtos y los mapeara´n a
entidades para ser tratadas en la capa de Negocio, proporcionando seguridad y robustez
a la aplicacio´n, evitando posibles inyecciones de co´digo y protegiendo los campos sensi-
bles que no deban mostrarse en el exterior.
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Figura 4.24: Dtos del proyecto backend
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Figura 4.25: Ejemplo dto UserDto
Documentacio´n
A la hora de documentar la aplicacio´n backend, por una parte, se utilizo´ Javadoc al principio
de cada clase Java, y por otro lado, se utilizo´ Swagger.
Para utilizar el framework Swagger en la aplicacio´n, hubo de an˜adir las correspondientes de-
pendencias en el archivo pom.xml.
Figura 4.26: Dependencias Swagger an˜adidas en pom.xml
Swagger nos permitio´ documentar tanto los puntos de acceso como los dtos de nuestra aplicacio´n
a trave´s de anotaciones, las cuales se an˜adieron en las respectivas clases implicadas.
Figura 4.27: Ejemplo Documentacio´n Swagger en el endpoint Registrar Investigador
Swagger posee una interfaz llamada swagger.ui a la cual se puede acceder una vez arrancado el
proyecto backend para realizar pruebas y comprobar la documentacio´n generada, como se muestra
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a continuacio´n en la figura 4.28. Dicha interfaz documenta tanto la informacio´n general de la apli-
cacio´n, como los puntos de acceso y los dtos.
Figura 4.28: Interfaz swagger.ui
Figura 4.29: Ejemplo Documentacio´n Swagger Researcher Controller
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Figura 4.30: Ejemplo Documentacio´n Swagger UserDto
Tests
A la hora de garantizar la calidad del software, se han realizado tests con Mockito y JUnit. Se
han testeado todos los me´todos de todas las clase que poseen lo´gica (Controladores y Servicios de
Aplicacio´n), probando todos los caminos y excepciones posibles, as´ı como el camino feliz.
En la aplicacio´n hay un total de 157 tests realizados, los cuales se ejecutan cada vez que se
instala la aplicacio´n, garantizando as´ı el correcto funcionamiento de la misma.
Figura 4.31: Tests realizados en la aplicacio´n
Para garantizar que se han testeado todos los caminos posibles, se ha conseguido un 100 % de
cobertura en todas las clases con tests.
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Figura 4.32: Cobertura de las clases testeadas
4.2.3. Inicializacio´n del proyecto
A la hora de inicializar la aplicacio´n backend, al tratarse de un proyecto Maven, lo primero que
hay que ejecutar son los siguientes comandos:
1. mvn clean.
Elimina los archivos generados anteriormente y descarga las librer´ıas an˜adidas como depen-
dencias en el archivo pom.xml
2. mvn install.
Genera el archivo .jar definido en el pom.xml
Si queremos ejecutar la aplicacio´n backend de manera local, lo u´nico que tenemos que hacer es
ejecutar la clase Main de la aplicacio´n en el entorno de desarrollo elegido, en este caso, Eclipse.
Si queremos ejecutar la aplicacio´n backend de manera remota, solo tenemos que almacenar el ar-
chivo .jar generado anteriormente en el servicio de Hosting escogido, en este caso, en Hostinger[14].
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CAP´ITULO 5
Despliegue
En este cap´ıtulo se detalla co´mo, una vez terminada una versio´n funcional de la aplicacio´n,
se comienza con el proceso de habilitar el uso de la aplicacio´n desde la web. Para ello decidimos
utilizar la plataforma Hostinger[14], y todos los servicios que la misma proporciona a sus usuarios.
Elegimos Hostinger y no otras alternativas como Microsoft Azure[34] debido a ciertas carac-
ter´ısticas que lo hac´ıan diferente de los dema´s. Por una parte Hostinger posee un sistema de
configuracio´n fa´cil, tanto para el lado backend como el frontend y para la gestio´n de las bases de
datos relacionales mediante phpMyAdmin. Otra razo´n de peso es que este servicio de hosting posee
un chat en espan˜ol disponible 24 horas al d´ıa durante todo el an˜o, de esta manera ante cualquier
imprevisto contamos con la ayuda de los mismos.
El despliegue de la aplicacio´n consta de tres partes; el despliegue de la aplicacio´n frontend, el
despliegue de la aplicacio´n backend, y el despliegue de la base de datos.
5.1. Frontend
Para desplegar la aplicacio´n Angular que representa el frontend de nuestra aplicacio´n, se utilizo´
la herramienta “Administrador de archivos” que nos ofrece Hostinger y que nos proporciona una in-
terfaz de usuario para administrar archivos y directorios en nuestro dominio tfg-estudio-medico.com.
En dicho administrador, se procedio´ a subir la carpeta dist generada por el proyecto Angular.
Figura 5.1: Administrador de archivos de Hostinger
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5.2. Backend
Para desplegar la aplicacio´n Java Spring que constituye el backend de nuestra aplicacio´n, se
utilizo´ un servidor proporcionado por Hostinger[14]. En dicho servidor instalamos un sistema ope-
rativo Ubuntu 18.04 64bit.
Figura 5.2: Servidor en Hostinger
Para conectarnos al servidor utilizamos el programa MobaXterm, conecta´ndonos al servidor a
traves de SSH. Nuestro objetivo era mantener el archivo .jar ejecuta´ndose en la ma´quina incluso
si no estamos conectados a la misma, para ello generamos un servicio, esto es, un script que se
mantiene arrancado incluso si cerramos la sesio´n.
Lo primero que tenemos que hacer es generar el archivo ejecutable de nuestro proyecto backend.
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Una vez generado el archivo SNAPSHOT .jar de nuestro proyecto Java Spring, nos disponemos a
subirlo a la carpeta /root/back.
Figura 5.3: Jar desplegado en MobaXterm
A continuacio´n, generamos un script llamado start back.sh que simplemente ejecuta el comando
java -jar para arrancar el ejecutable .jar, el cual vamos a guardar en el directorio /usr/local/bin.
Lo guardamos en dicho directorio debido a que este directorio es accesible por todos los usuarios.
Figura 5.4: Script start back.sh desplegado en MobaXterm
Despue´s hemos generado un servicio llamado daemonback.service en la carpeta /etc/systemd/system,
que es el directorio indicado en sistemas Linux para almacenar y gestionar demonios. Este servicio
se encarga de ejecutar en segundo plano el script start back.sh.
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Figura 5.5: Servicio daemonback.service desplegado en MobaXterm
Por u´ltimo, tan solo tenemos que ejecutar el servicio generado previamente con el comando sudo
service daemonback start. Para ver el estado del .jar, ejecutamos el comando sudo service
daemonback status y nos muestra lo siguiente:
Figura 5.6: Estado servicio
5.3. Base de Datos
Para desplegar la base de datos en la web, se utilizo´ un servicio que ofrece Hostinger para
desplegar bases de datos MySQL.
A trave´s de PhpMyAdmin y con la opcio´n de generar la base de datos automa´ticamente al ejecutar
un proyecto Java Spring con JPA, se genero´ la siguiente base de datos:
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Figura 5.7: Modelo de datos generado en PhpMyAdmin
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CAP´ITULO 6
Mantenimiento
En este cap´ıtulo se van a desarrollar todas las tareas de mantenimiento realizadas, ya que, una
vez desplegada la aplicacio´n, hay que dar soporte a la misma, acerca´ndose de esta manera a como
ser´ıa un proyecto real.
El mantenimiento es una parte vital del TFG y uno de los motivos por los cuales nos decantamos
por escoger el mismo. Al hablar de mantenimiento nos referimos tanto a nuevas funcionalidades
previamente no establecidas, correccio´n de errores y bugs, actualizaciones de funcionalidades ya
implementadas, mejoras, etc.
Toda aplicacio´n web necesita de tareas de mantenimiento, ya que el mercado y sus necesidades
evolucionan de una manera vertiginosa y sino las aplicaciones se quedar´ıan desfasadas.
Con el objetivo de dedicarle el tiempo suficiente y necesario a las tareas de mantenimiento, la
aplicacio´n se desplego´ lo ma´s pronto posible, a finales de febrero. Una vez desplegada la aplicacio´n,
el me´dico Alejandro Rabanal y su equipo de investigadores nos dieron el feedback necesario para
empezar las tareas de mantenimiento.
A continuacio´n se describe una lista de las tareas de mantenimiento solicitadas por el equipo
de investigadores, ordenada por orden cronolo´gico.
Registro de nuevos administradores.
La primera tarea a realizar una vez desplegada la aplicacio´n fue dar de alta a usuarios con
perfil Administrador, teniendo estos permiso para gestionar la mayor´ıa de elementos de la
aplicacio´n.
Se procedio´ a dar de alta como administradores, con sus respectivos documentos de iden-
tificacio´n, a Pablo Rabanal, Alejandro Rabanal, Sergio Pacheco, Eduardo Gonzalo y a otros
dos investigadores del estudio ma´s.
De esta manera dichos usuarios pod´ıan acceder a la aplicacio´n con su perfil y empezar a
probar las funcionalidades de la misma, dando un feedback temprano y preciso.
Imposibilidad de registrar investigadores extranjeros.
Cuando un administrador quiere registrar a un nuevo investigador, a la hora de rellenar el
formulario e introducir el campo DNI, este no admit´ıa NIEs, de manera que es imposible
registrar tambie´n a investigadores extranjeros.
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Este bug se soluciono´ an˜adiendo una nueva validacio´n al campo DNI/NIE para que admitiese
ambos formatos, pudiendo registrar a investigadores extranjeros.
El administrador no puede exportar los datos de todos los pacientes.
Se requiere de una nueva funcionalidad que consiste en que el administrador pueda generar
un documento de tipo Excel que contenga los datos de todos los pacientes de todos los in-
vestigadores del estudio.
Esta funcionalidad se implemento´ sin ningu´n problema destacable, an˜adiendo un boto´n el
cual generaba el documento Excel descarga´ndolo a trave´s del navegador en el dispositivo del
usuario.
Falta de informacio´n en los mensajes de error de formato.
A la hora de registrar un investigador, los administradores de nuestro proyecto nos solicitaron
una mejora. Al rellenar el campo DNI/NIE, si el valor introducido no es correcto y el formato
es e´rroneo, se debe de an˜adir al mensaje de error mostrado informacio´n del formato va´lido.
La mejora solicitada se implemento´ correctamente, an˜adiendo al mensaje de error de formato
del campo DNI/NIE informacio´n del formato de DNI y del NIE admitidos.
Falta de informacio´n en los campos de la cita.
Se nos hizo saber que faltaba informacio´n relativa al formato correcto en la gran mayor´ıa de
los campos del formulario de rellenar cita, tanto indicando el formato del campo como del
rango de valores admitidos.
La mejora solicitada se implemento´ de manera exitosa a trave´s de tooltips o pequen˜as etique-
tas en los campos, ayudando al usuario a saber como rellenar los campos.
Cambio de formato en los campos de la cita.
Tras un tiempo de pruebas, los investigadores nos solicitaron una nueva mejora. Tanto el cam-
po de la cita Tiempo de exposicio´n solar, como el campo Ejercicio F´ısico, en un principio,
admit´ıan nu´meros con decimales. La mejora consist´ıa en que estos dos campos no admitiesen
decimales, ya que carec´ıa de sentido que alguien tomase el sol, por ejemplo, 50.3 minutos al
d´ıa, adema´s de que esto provocaba posibles errores a la hora de registrar una cita.
La mejora se implemento´ con e´xito, cambiando el formato de ambos campos tanto en base
de datos, como en backend y frontend, adema´s de cambiar las validaciones para ajustarse a
dicha mejora.
Necesidad de nuevas validaciones en los campos de la cita.
Dado que los campos Puntuacio´n SPF y Uso de crema SPF esta´n relacionados, se nos soli-
cito´ an˜adir nuevas validaciones a la hora de rellenar dichos campos para completar la cita.
La mejora consiste en que si el usuario marca como falso el campo Uso de crema SPF, el valor
del campo Puntuacio´n SPF debe ser cero para que tenga sentido. De la misma manera, si el
usuario marca como verdadero el campo Uso de crema SPF, el valor del campo Puntuacio´n
SPF debe ser mayor que cero.
Bug encontrado a la hora de generar documento Excel.
Los investigadores se dieron cuenta de que, al generar un documento Excel con los datos de
las citas de los pacientes, por cada cita se generaba una fila. Esto no era el comportamiento
esperado, ya que se especifico´ que se generase una u´nica fila por paciente conteniendo infor-
macio´n de todas sus citas.
Este bug necesito´ de bastante trabajo, ya que no resulto´ fa´cil el tratamiento de los datos y
la generacio´n del documento Excel. Al final se realizaron los cambios oportunos de manera
exitosa.
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Falta de criterios de inclusio´n y exclusio´n al registrar un paciente.
Los investigadores nos solicitaron mejorar una funcionalidad ya implementada. A la hora de
registrar un nuevo paciente, tras introducir el nu´mero de identificacio´n del paciente, deb´ıa de
implementarse una ventana emergente en la cual el usuario rellenaba una serie de criterios
de inclusio´n y exclusio´n.
Esta mejora se implemento´, requiriendo de bastante tiempo y esfuerzo a la hora de imple-
mentarla de manera limpia y este´tica.
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CAP´ITULO 7
Conclusiones y Trabajo Futuro
7.1. Conclusiones
En este proyecto hemos abordado el desarrollo de un portal web para la recopilacio´n de datos
de un estudio me´dico basado en la bu´squeda de una correlacio´n clara de mu´ltiples ha´bitos de vida
y su influencia en los niveles de vitamina D con el desarrollo de diabetes mellitus. Para ello hemos
utilizado Angular como herramienta de desarrollo en frontend con HTML, CSS y JavaScript, y Java
Spring para el backend. El portal ha sido terminado con tiempo para poder desplegarlo en Hostin-
ger y realizar un mantenimiento real del mismo mientras era utilizado por los miembros del estudio.
Una vez finalizado el desarrollo y avanzados varios meses en el mantenimiento de la aplicacio´n
podemos hacer una valoracio´n de la experiencia obtenida y los resultados del proyecto.
En cuanto al resultado obtenido en la aplicacio´n web, tanto el equipo me´dico como nosotros,
los desarrolladores, no podr´ıamos estar ma´s satisfechos. La aplicacio´n no incluye nada que ellos no
necesiten, esta´ simplificada y solo contiene las funcionalidades buscadas, agilizando el proceso lo
ma´ximo posible, ya que este proyecto de investigacio´n es algo extra a hacer a parte de su trabajo
y no puede consumirles mucho tiempo. El acceso a la aplicacio´n es privado, al no permitir ningu´n
tipo de registro desde el exterior, adema´s, los datos de los pacientes esta´n asegurados, siendo impo-
sible identificar a cada paciente con una persona real (no almacenamos su DNI), teniendo los datos
de estos restringidos a detalles me´dicos poco sensibles. Las funcionalidades esta´n muy probadas y
durante el mantenimiento nos hemos asegurado de conseguir las funcionalidades lo ma´s intuitivas
y con prevencio´n de errores posible.
Por otro lado, este proyecto nos ha aportado una buena experiencia en tecnolog´ıas que do-
mina´bamos poco o nada en muchos casos. Nos ha servido de experiencia profesional con un cliente
real, un terreno totalmente inexplorado durante la carrera universitaria, desplegando la aplicacio´n
en un servidor real y experimentando el proceso de mantenimiento de la aplicacio´n.
No podemos estar ma´s contentos y orgullosos de haber escogido este proyecto y esperamos que
sirva en an˜os futuros como base para muchos ma´s.
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7.2. Trabajo Futuro
Finalmente, en este apartado nos gustar´ıa resaltar algunas funcionalidades extra que, aunque
no son imprescindibles, nos habr´ıa gustado tener tiempo de implementar:
Gra´ficas comparativas en detalle.
Aunque el equipo me´dico aseguro´ en numerosas ocasiones que ellos funcionaban siempre con
tablas de Excel para el manejo de datos, no cabe duda de que unas gra´ficas ilustrativas de
la informacio´n recopilada en el estudio habr´ıan sido u´tiles. Quiza´ no aportasen nada nuevo
a este proyecto de investigacio´n en concreto, pero a futuro podr´ıan permitir descubrir otros
patrones en los pacientes o servir de base a investigaciones distintas.
Formularios dina´micos.
Una idea que surgio´ durante el desarrollo de los u´ltimos detalles de la aplicacio´n y habr´ıa
ampliado much´ısimo su potencial. Ba´sicamente se planteo´ la idea de poder an˜adir, eliminar
o modificar campos en los formularios de tal forma que la plataforma ser´ıa totalmente re-
utilizable para cualquier proyecto. Esto por supuesto supone un desaf´ıo a nivel de modelo
de datos, la informacio´n pasar´ıa a ser ma´s co´moda almacenada en JSON que en estructuras
esta´ticas, la comunicacio´n entre componentes deber´ıa saber adaptarse, etc. En definitiva un
trabajo complejo que nos habr´ıa encantado realizar.
Implementacio´n en servidores me´dicos.
Nuestro primer despliegue fue realizado en un servidor de Hostinger sencillo en el que pensa´ba-
mos realizar las pruebas y el mantenimiento con pacientes reales, para luego pasar la apli-
cacio´n perfeccionada a un servidor del entorno sanitario que asegurase que la aplicacio´n se
mantendr´ıa tras la finalizacio´n de este proyecto. Por desgracia, a causa de la crisis sanitaria
del Covid-19, este plan no pudo completarse y la implementacio´n ha quedado pendiente.
Sistema de notificaciones.
Por u´ltimo, actualmente la comunicacio´n entre investigadores y administradores se realiza de
forma externa a la aplicacio´n. Esto actualmente no supone un problema pues todos son com-
pan˜eros de trabajo y tienen sus propios mo´viles para hablar en caso de no poder en persona,
pero si a futuro se buscase ampliar el proyecto tendr´ıa que haber algu´n tipo de sistema de
mensajer´ıa o notificaciones. Dicho sistema servir´ıa principalmente para que los investigadores
hicieran peticiones de cambios al administrador, ya que ellos mismos no pueden gestionar las
citas ya completadas, y para que el administrador les comunicase errores o cambios detecta-
dos. En principio un sistema de mensajes cortos ser´ıa ma´s que suficiente pero al ponerlo en
uso quiza´ se descubriesen otras herramientas de comunicacio´n ma´s u´tiles o eficientes.
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Conclusions and Future Work
7.1. Conclusions
In this project we have addressed the development of a web portal for data collection from
a medical study based on the search for a clear correlation of multiple lifestyle habits and their
influence on vitamin D levels with the development of diabetes mellitus. For this, we have used
Angular in the frontend with HTML, CSS and JavaScript, and Java Spring for the backend. The
portal has been completed in time to be able to deploy it in Hostinger, and to perform an actual
maintenance of it while it was used by the members of the study.
Once the development is finished, and after several months in application maintenance, we can
make an assessment of the experience obtained and the project results.
In terms of the result obtained in the web application, both the medical team and us, the
developers, we could not be more happier and satisfied. The application does not include anyt-
hing they do not need, it is simplified and it only contains the desired functionalities, speeding up
the process as much as possible, since this research project is something extra to do apart from
their job and it can not be time-consuming. Application access is private, since it does not allow
any kind of registration from outside. Besides, patient data are assured, making it impossible to
identify each patient with a real person (we do not store their DNI), having their data restricted
to insensitive medical details. Functionalities are tested, and during maintenance we have ensured
that the functionalities are intuitive and error free.
On the other hand, this project has given us a great experience in technologies that we mastered
little or nothing in many cases. It has provided us with professional experience with a real client, a
completely unexplored field during the university career, deploying the application on a real server,
and feeling the application maintenance process.
We could not be more pleased and proud to have chosen this project and we hope that it will
serve as a base for many more in future years.
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7.2. Future Work
Finally, in this section we would like to highlight some extra features that, although they are
not indispensable, we would have liked to have time to implement:
Comparative graphs in detail.
Although the medical team assured on numerous occasions that they always worked with
Excel tables for data management, there is no doubt that some illustrative graphs of the
information collected in the study would have been useful. Perhaps they did not contribute
anything new to this specific research project, but in the future they could allow the discovery
of other patterns in patients or serve as a basis for different investigations.
Dynamic forms.
An idea that came up during the development of the last details of the application, and
would have greatly expanded its potential. Basically, the idea was raised of being able to
add, remove or modify fields in this forms in such a way that the platform would be entirely
reusable for any project. Of course this is a challenge at the data model level, the information
would become more comfortable stored in JSON than in static structures, communication
between components should know how to adapt, etc. In short, a complex job that we would
have loved to do.
Implementation in medical servers.
Our first deployment was on a simple Hostinger server where we planned to test and main-
tain with real patients, and then pass the refined application to a server in the healthcare
environment to ensure that the application would be maintained after the completion of this
project. Unfortunately, due to the Covid-19 health crisis, this plan could not be completed
and implementation is pending.
Notification system.
Finally, currently communication between researchers and administrators is done externally
to the application. This is not currently a problem since they are all coworkers and have
their own mobile phones to speak in case of not being able to do so in person, but if in the
future they seek to expand the project, there should be some kind of messaging or notification
system. This system would serve mainly for investigators to make requests for changes to the
administrator, since they themselves can not manage the appointments already completed,
and for the administrator to report them detected errors or changes. In principle, a short
messaging system would be more than enough, but putting it into use may reveal other more
useful or efficient communication tools.
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CAP´ITULO 8
Contribuciones individuales
En este cap´ıtulo se detalla el trabajo realizado por cada uno de los integrantes de este proyecto.
8.1. Eduardo Gonzalo Montero
Al tratarse de un proyecto colaborativo entre 2 personas y dado que tengo experiencia en el
terreno debido a mi trabajo, lo primero que hice fue crear los repositorios de Github encargados de
guardar y gestionar las partes frontend y backend de nuestra aplicacio´n, adema´s de establecer como
colaborador del repositorio a Sergio. De esta manera disponemos de un sistema de versiones, evi-
tando problemas al trabajar juntos en el mismo proyecto y estableciendo un flujo de trabajo o´ptimo.
Lo siguiente que hice y dado que pose´ıa cierto manejo con las tecnolog´ıas que se iban a utilizar
en el proyecto, fue la creacio´n inicial de los proyectos, tanto de la parte frontend como de la bac-
kend. Este proyecto inicial se trataba de una POC (prueba de concepto) en la cual la parte frontend
de la aplicacio´n, mediante un boto´n, enviaba una peticio´n HTTP muy simple al backend, el cual
la recib´ıa y devolv´ıa un mensaje de confirmacio´n en la respuesta, mostrando dicho mensaje en el
navegador. Una vez realizado esto, me encargue´ de suministrar recursos tales como bibliograf´ıa,
cursos, apuntes y dema´s a mi compan˜ero Sergio con el objetivo de que aprendiese las tecnolog´ıas
que ı´bamos a utilizar, adema´s de estar disponible para cualquier duda que le surgiese en su proceso
de aprendizaje.
A continuacio´n y con el objetivo de mejorar la comunicacio´n, la asignacio´n de tareas y el segui-
miento del trabajo, cree´ un tablero Trello y lo compart´ı con Sergio. De esta manera nos pod´ıamos
asignar tareas con diferentes etiquetas, conociendo el estado del proyecto en cada momento.
Seguidamente, cree´ una base de datos relacional a trave´s de MySQL, gestiona´ndola con el
programa MySQL Workbench, conectando la aplicacio´n backend con dicha base de datos. Para
manejar las tablas de la misma, implemente´ la tecnolog´ıa JPA para generar automa´ticamente las
tablas cuando el proyecto compila, adema´s de para gestionar las propias tablas y las relaciones
existentes entre ambas, todo ello con el uso de entidades implementadas mediante anotaciones en
el co´digo. Todas las entidades JPA de la aplicacio´n as´ı como sus relaciones las fui implementando
a lo largo del proyecto segu´n se requer´ıan.
En la parte backend del proyecto implemente´ el controlador, la lo´gica de negocio y el reposito-
rio necesarios para llevar a cabo el acceso de investigadores a nuestra aplicacio´n web, gestionando
todos los posibles errores que pudieran darse, sumando a esto las validaciones de campo necesarias
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para detectar posibles errores humanos al rellenar el formulario.
Hablando de la calidad del co´digo implementado en la aplicacio´n backend, me encargue´ de rea-
lizar tests unitarios a todas las clases posibles. Adema´s de esto me hice cargo de la documentacio´n,
mediante comentarios Javadoc en las clases y mediante de utilizacio´n de anotaciones Swagger, ge-
nerando as´ı una interfaz donde podemos gestionar de un vistazo ra´pido todos los puntos de acceso
de la aplicacio´n y las entidades que recibe la misma.
Lo siguiente de lo que me encargue´ fue de realizar el flujo completo de las funcionalidades de
registrar investigador y de listar investigadores desde el perfil de usuario administrador, an˜adiendo
las validaciones necesarias en los campos y la gestio´n de todos los posibles errores que pudieran
darse durante estos procesos. A peticio´n de lo me´dicos, implemente´ al listar investigadores un me-
canismo de ordenacio´n por campos como el nombre o el DNI/NIE, mejorando de este modo la
experiencia de usuario.
Para aportar una capa de seguridad al proyecto y que el usuario no pudiese acceder a recursos
sin acceso, implemente´ en la aplicacio´n frontend un mecanismo de guardas para proteger las direc-
ciones o urls. Dichas direcciones requieren de una identificacio´n y de un tipo de usuario concreto,
redirigiendo al usuario a la ventana de registro en caso de que el mismo no posea los permisos o
no se encuentre identificado.
Hablando de la experiencia de usuario (UX), me encargue´ de implementar en la aplicacio´n
frontend todas las plantillas de ventanas modales para mostrar al usuario los diferentes mensajes
de e´xito, advertencia o error. A continuacio´n implemente´ los mecanismos necesarios para que las
ventanas modales fuesen dina´micas, activa´ndose o desactiva´ndose cuando el usuario realice dife-
rentes acciones en nuestra aplicacio´n.
En cuanto a la seccio´n de las citas, me encargue´ de implementar la lo´gica de validaciones de
todos los campos del formulario a la hora de realizar el cuestionario. Dichas validaciones mues-
tran mediante un sistema de colores si el investigador introduce valores permitidos en cada campo,
controlando tanto el formato del campo como su rango de valores permitido. Este sistema de valida-
ciones se reutilizo´ tambie´n para modificar citas realizadas previamente. A continuacio´n implemente´
en la parte backend de la aplicacio´n los puntos de accesos necesarios para guardar en nuestra base
de datos la informacio´n del cuestionario realizado.
Posteriormente me encargue´ de implementar tanto en la parte frontend como en la parte backend
de nuestra aplicacio´n la funcionalidad de generar un documento en formato de hojas de ca´lculo
Excel en el cual se encontraba toda la informacio´n relativa a las citas realizadas por cada paciente.
Para esta funcionalidad desarrolle´ el boto´n, el acceso a la base de datos de las citas y la generacio´n
y posterior descarga en el navegador del documento Excel.
Dicho esto, a la hora de mostrar todos los pacientes de la aplicacio´n, desarrolle´ los filtros de
bu´squeda de pacientes a partir del DNI/NIE de un investigador y a partir del nu´mero de identifi-
cacio´n de un paciente, actualizando la tabla de los pacientes de manera dina´mica cuando el usuario
aplica dichos filtros.
Llegado el momento del despliegue, lo primero que realice´ fue un proceso de investigacio´n a la
hora de elegir la plataforma de hosting en la cual desea´bamos desplegar la aplicacio´n para compro-
bar su funcionamiento en un entorno real y para facilitar las revisiones por parte del e´quipo me´dico
y nuestro tutor, evitando esplazamientos innecesarios a su oficina. Una vez elegido el servidor de
hosting, desplegue´ la base datos relacional, el archivo comprimido que conten´ıa la aplicacio´n bac-
kend y la estructura de paquetes que conten´ıan la aplicacio´n frontend. Para ello tuve que configurar
toda la aplicacio´n para que funcionase correctamente en la web.
Dado que hab´ıa participado en una actividad formativa de la tecnolog´ıa LATEX impartida en la
facultad de Informa´tica UCM, me encargue´ de crear la estructura inicial de la memoria partiendo
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de los recursos puestos a disposicio´n a disposicio´n de los alumnos por parte de la Oficina de Soft-
ware Libre. Adema´s de esto ayude´ a Sergio a que se familiarizase con esta tecnolog´ıa.
8.2. Sergio Pacheco Ferna´ndez
Este proyecto fue inicialmente un desaf´ıo para mı´ al desconocer todas las tecnolog´ıas usadas en
el mismo, a excepcio´n de unos conocimientos bastante rudimentarios de HTML y CSS. Por ello mi
primera labor fue ponerme al d´ıa, sobretodo con Angular y Java Spring. Para el primero, realice´
un curso en Udemy, al cual acud´ıa constantemente cada vez que se presentaba algo nuevo en el
proyecto que no sab´ıa resolver. Para el segundo, mi compan˜ero Eduardo me dio unas bases sencillas
y al haber usado Java varios an˜os y utilizado JavaFX para implementar interfaces se me hizo fa´cil
adaptarme a las etiquetas y al funcionamiento. Pero antes de ponerme con estas tecnolog´ıas ten´ıa
un primer reto que superar, Git.
Durante mis an˜os de carrera he utilizado multitud de repositorios y controles de versiones di-
ferentes, siendo el u´ltimo de estos Git. El problema yac´ıa en que mi experiencia con Git era a
trave´s de la plataforma GitHub, y desde su web que facilita mucho las cosas, por lo que jama´s
hab´ıa usado Git desde consola y eso fue lo primero que tuve que aprender. Mientras aprend´ıa las
nuevas tecnolog´ıas antes mencionadas, hac´ıa pruebas sobre un prototipo de Angular y volcaba mis
versiones en el repositorio intentando acostumbrarme a la forma de trabajar.
Al tener una idea inicial mejor del desarrollo en frontend que en backend, de lo primero que me
encargue´ fue del disen˜o de la pa´gina de login. Mi experiencia anterior con un proyecto me´dico me
ayudaba a saber que´ patrones de colores y organizacio´n elegir, y el resultado fue de buena acogida
por el equipo me´dico. Tras esto, decidimos prioritariamente separarnos las implementaciones de los
perfiles de investigador y administrador, encarga´ndose Eduardo ma´s de este u´ltimo y yo del primero.
El disen˜o de la pa´gina principal de investigador fue lo primero que realice´. Inicialmente Eduar-
do hizo un disen˜o en su parte de administrador y yo otro (similar) para el investigador, pero tras
sopesarlo con el equipo me´dico se decidieron por el mı´o y adapte´ los componentes de Eduardo
para mantener un estilo uniforme. Cree´ la tabla de pacientes para el investigador y el pequen˜o
formulario para an˜adir nuevos con el modal de error y ma´s adelante iconos y mejoras de disen˜o
menores. Durante este primer sprint Eduardo dispon´ıa de ma´s tiempo que yo entre las clases y
aprender las tecnolog´ıas y me ayudo´ con los me´todos del backend para los cuales me guiaba y
revisaba posteriormente.
Despue´s de las primeras reuniones, decidimos que yo har´ıa los resu´menes de las mismas, recopi-
lando en un documento la respuesta a nuestras preguntas y cualquier detalle mencionado durante
las mismas, adema´s de los dibujos e indicaciones a papel tomadas. Estos documentos ser´ıan claves
para la elaboracio´n del Product Backlog y el Mapa de Historias de Usuario que han aparecido
durante el cap´ıtulo 3 de esta memoria, de los cuales me encargue´ tambie´n por mi cuenta. Mi com-
pan˜ero revisaba y le´ıa todo lo que iba an˜adiendo y modificando, pero la elaboracio´n del documento
y el plasmado de las necesidades del cliente es mı´o. Con el fin de extraer datos para estos documen-
tos prepara´bamos un serie de preguntas a modo de entrevista para el equipo me´dico entre ambos
antes del d´ıa de la reunio´n, cuyas respuestas ı´bamos recogiendo en papel extrayendo lo importante
a estos artefactos y los resu´menes de reuniones.
Tras estos inicios, mi primer gran desaf´ıo fue el test de las citas para pacientes. El test se
compone de ma´s de 30 variables cada una con su validacio´n, rangos, mensajes de error, disen˜o en
frontend y representacio´n en la base de datos. Cree´ HTML y CSS del mismo, los rangos y tooltips
de los campos, el objeto transfer en el que guardar los datos del mismo, los servicios necesarios
para guardarlo, a excepcio´n de las validaciones de campos, y solucionar algunos errores que se
sucedieron con el Camel Case que utiliza nuestra base de datos, que provocaba que algunos cam-
pos no se guardasen correctamente. Los campos inicialmente eran todos input de escritura que se
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fueron modificando a ComboBox, calendarios y selectores radiales. Este test sufr´ıa modificaciones
con cada reunio´n en la que obten´ıamos feedback de e´l y aunque ya no fuese el objeto principal de
mi ocupacio´n siempre ten´ıa que volver a hacer pequen˜as modificaciones. Adema´s, este test sirve
de base para los componentes de visualizacio´n y modificacio´n del mismo, que deb´ıan revisarse a su
vez para asegurar la concordancia.
Lo siguiente de lo que me encargue´ fue la visualizacio´n de test realizados, para lo que reutilice´
parte del disen˜o de la realizacio´n de los mismos, cambiando los input por campos de texto esta´ticos
y reorganiza´ndolos en una lista compacta ma´s fa´cil de leer. Ese mismo disen˜o ser´ıa reutilizado ma´s
adelante para la modificacio´n de citas creando un h´ıbrido entras las dos anteriores, manteniendo
la forma de listado que facilita la lectura y an˜adiendo a cada fila un elemento de input ide´ntico al
utilizado para la realizacio´n del test, con las mismas validaciones de rangos, tooltips y patrones de
colores.
Me ocupe´ despue´s del apartado de citas en la parte de administrador. En un principio ı´ba-
mos a dividir los dos roles, pero como me encargue´ de los test en investigador y Eduardo acabo´
ayuda´ndome en algunos aspectos de ellos, me encargue´ tambie´n de esta parte. Cree´ los componen-
tes del listado de citas realizadas tanto en frontend como en backend, el formulario para modificar
citas para el que implemente´ igualmente todo en ambos lados (a excepcio´n de las validaciones de
campos que reutilice´ de mi compan˜ero con algunas modificaciones). En el backend cree´ de cero
todo el recorrido para los detalles de las citas, desde el repositorio, pasando por entidades y data
transfer object hasta los me´todos en modelo y controlador que an˜ad´ı en los ya creados para el perfil
de administrador. En este punto tuve el mencionado en otros cap´ıtulos error con el Camel Case,
ya que hab´ıa mayu´sculas en algunos campos del test se respetaban en frontend y no en backend y
viceversa, lo cual me llevo´ a renombrar y revisar todos los campos desde el modelo de datos a los
mismos componentes de Angular.
Tras terminar con todo el tema de los test, retome´ el perfil de investigador que hab´ıa dejado a
medias anteriormente finalizando el disen˜o e implementando la modificacio´n de contrasen˜a, reutili-
zando parte del co´digo en backend creado para modificarla desde el administrador. En este momento
el equipo me´dico nos pidio´ una modificacio´n en los roles que permitiese a un administrador ser
a su vez investigador y tener multitud de administradores, lo que me llevo´ a tener que montar
la navegacio´n entre perfiles de investigador y administrador en frontend. Finalmenente me dedi-
que´ a remediar errores menores mientras mi compan˜ero se encargaba del despliegue de la aplicacio´n.
Tras el despliegue me encargue´ de errores menores como una errata con el campo de consumo
de alcohol en el guardado del formulario, pero el cambio ma´s significativo fue el an˜adido de los
formularios de inclusio´n. Hasta este momento para an˜adir un paciente u´nicamente se necesitaba su
co´digo de la tarjeta sanitaria, pero el equipo me´dico solicito´ an˜adir un formulario con preguntas de
elementos que deb´ıan y no deb´ıan estar para permitir la inclusio´n de un paciente, como medida de
seguridad. Este formulario aparece sobre la pa´gina al intentar an˜adir un nuevo paciente bloquean-
do el resto de la misma y se compone de una primera parte de requisitos de inclusio´n, los cuales
tienen que ser todos cumplidos, y una segunda con los de exclusio´n. Junto a este nuevo formulario
se an˜adieron mensajes de error y validaciones, aunque todas las modificaciones se quedaron en la
parte de frontend.
Finalmente, en cuanto a este documento se refiere me encargue´ de la elaboracio´n de la intro-
duccio´n, originalmente muy extensa ya que englobaba el desarrollo completo y todo lo referente a
la metodolog´ıa de trabajo, que ma´s adelante se trocearon y separaron, y su traduccio´n. El cap´ıtu-
lo entero de desarrollo para el que tuve que limpiar y adecuar los artefactos de Scrum, la parte
referente al frontend en el cap´ıtulo de implementacio´n, las conclusiones y trabajo a futuro y por
supuesto, esta aportacio´n.
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Anexo 1 Product Backlog
Figura 1: Historias de usuario de mayor importancia, Walking Skeleton de la aplicacio´n.
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Figura 2: Historias de usuario sobre la inclusio´n del perfil de administrador y los diversos registros.
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Figura 3: Historias de usuario sobre listado de usuarios y diversas modificaciones.
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Figura 4: Historias de usuario sobre eliminacio´n de perfiles y agilidad en las bu´squedas.
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Figura 5: Historias de usuario sobre filtrado de pacientes, perfiles de investigador y estad´ısticas.
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Anexo 2 User Story Map
Figura 6: Mapa de historias de usuario.
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