Abstract. In this paper we consider a logic programming framework for reasoning about imprecise probabilities. In particular, we propose a new semantics, for the Probabilistic Logic Programs (p-programs) of Ng and Subrahmanian. Pprograms represent imprecision using probability intervals. Our semantics, based on the possible worlds semantics, considers all point probability distributions that satisfy a given p-program. In the paper, we provide the exact characterization of such models of a p-program. We show that the set of models of a p-program cannot, in general case, be described by single intervals associated with atoms of the program. We provide algorithms for efficient construction of this set of models and study their complexity.
( % § is read as "the probability of the event corresponding to¨to occur (have oc- 
Model Theory and Fixpoint Semantics
The model theory assumes that in real world each atom from ¡ ¢ is either true or false.
However, the observer does not have exact information about the real world, and expresses his/her uncertainty in a form of a probability range. Given by adding up the probabilities of all worlds in which a given atom is true. P-interpretations specify the model-theoretic semantics of p-programs.
Given a p-interpretation Q , the following definitions of satisfaction are given: 
Fixpoint is not enough
At the same time, the inverse of the last statement, is not true, as evidenced by the following examples. First, consider p-program ¢ shown in Figure 1 . (4) will be false. Thus, Q must satisfy the head of (3), i.e.,
. In this case, the bodies of both rule (3) and rule (4) Therefore, for any p-interpretation
Here, the body of rule (3) will not be true, but the body of rule (4) 
Semantics of PLPs Revisited
As shown in Section 2.2, even for the simplest p-programs, the set of their models may have a more complex structure than the one prescribed by the fixpoint procedure of [9] .
In this section we study the problem of exact description and explicit computation of 
Explicit Computation of Models
In this section we will address the following problem: given a simple p-program . From [9] we know that
