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Abstrakt
Pra´ce s XML soubory je dnes cˇı´m da´l tı´m vı´ce cˇasteˇjsˇı´. Existujı´ take´ XML dokumenty,
ktere´ obsahujı´ velke´ mnozˇstvı´ dat. Tato diplomova´ pra´ce popisuje existujı´cı´ algoritmy
pouzˇı´vane´ ke kompresi XML dokumentu˚ a take´ popisuje neˇktere´ nove´ zpu˚soby, jak sta´va-
jı´cı´ prˇı´stupy vylepsˇit. Zameˇrˇuje se na neˇkolik popula´rnı´ch kompresnı´ch algoritmu˚ a jejich
pouzˇitı´ jak prˇi kompresi XML jako textu, tak i prˇi kompresi XML s vyuzˇitı´m se´manticky´ch
informacı´ dostupny´ch v XML dokumentech. Da´le popisuje rozsˇı´rˇenı´ teˇchto metod o opti-
malizaci XML pomocı´ shlukova´nı´. Na za´kladeˇ provedeny´ch testu˚ jsou porovna´ny efek-
tivnosti jednotlivy´ch algoritmu˚ a vysloven za´veˇr, zda lze rozsˇı´rˇenı´m sta´vajı´cı´ch metod
komprese XML dokumentu˚ dosa´hnout lepsˇı´ch vy´sledku˚ komprese.
Klı´cˇova´ slova: komprese, komprese textu, XML, shlukova´nı´ dokumentu˚, analy´za XML.
Abstract
Working with XML files is now becoming more frequent. There are XML documents
containing large amount of data. This thesis deals with existing algorithms used for
XML compression and some new ways of improving current approaches. This thesis fo-
cuses on some popular text compression algorithms and their application either in stan-
dard text file compression or in XML compression through semantic information that is
present in XML documents. The thesis also describes extending the methods with XML
optimization through agglomerative clustering. Various compression methods are com-
pared on the basis of testing in order to find out whether XML compression methods
extension can achieve better results.
Keywords: Compression, Text Compression, XML, Documents Clustering, Parsing XML.
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41 U´vod
XML [29] je v dnesˇnı´ dobeˇ velmi rozsˇı´rˇeny´ jazyk pro ukla´da´nı´ a vy´meˇnu dat. Prˇes sve´ ne-
sporne´ vy´hody, ktere´ pramenı´ prˇedevsˇı´m z jeho univerza´lnosti a take´ z textove´ podoby
jeho datove´ho forma´tu (dobrˇe cˇitelne´ho pro cˇloveˇka), ma´ i neˇktere´ nevy´hody. Mezi hlavnı´
patrˇı´ prˇedevsˇı´m nutnost analy´zy XML dat prˇed jejich pouzˇitı´m. Pokud jej srovna´me s na-
tivnı´mi bina´rnı´mi forma´ty, jedna´ se take´ o relativneˇ vy´rˇecˇny´ jazyk, ktery´ klade veˇtsˇı´
na´roky na prostor nutny´ k ulozˇenı´ reprezentovany´ch dat. V te´to pra´ci strucˇneˇ charak-
terizujeme XML a zaby´va´me se take´ problematikou spojenou s jeho analy´zou.
Proble´m vy´rˇecˇnosti XML lze rˇesˇit pomocı´ komprese dat. Jelikozˇ se na XML da´ dı´vat
z vı´ce pohledu˚ a i na samotnou kompresi XML se mohou kla´st ru˚zne´ pozˇadavky, je
mozˇne´ take´ k problematice komprese XML prˇistupovat vı´ce zpu˚soby. Jelikozˇ je XML
v podstateˇ textovy´ dokument, je prˇirozena´ mysˇlenka komprimovat jej beˇzˇny´mi kompresnı´-
mi na´stroji, ktere´ denneˇ pouzˇı´va´me pro kompresi jiny´ch nejen textovy´ch dokumentu˚ a
obecneˇ souboru˚. Tyto na´stroje vyuzˇı´vajı´ osveˇdcˇene´ kompresnı´ algoritmy, ktere´ jsou dı´ky
bohate´ historii prakticky oveˇrˇene´ a velmi cˇasto vyuzˇı´vane´ jako spolehlive´ prostrˇedky
ke kompresi dat. Jejich pouzˇitı´ je tedy velmi snadne´ a vy´sledky se dostavujı´ okamzˇiteˇ.
V te´to pra´ci testujeme kompresi XML souboru˚ pomocı´ algoritmu˚ Deflate, BZip2, PPMdI
a LZMA.
Kompresi XML lze rˇesˇit i specializovany´mi na´stroji, ty se nazy´vajı´ XML-aware kompre-
sory. V te´to pra´ci uva´dı´me prˇehled na´stroju˚ a algoritmu˚, ktere´ jsme shroma´zˇdili studiem
odborny´ch cˇla´nku˚ a internetovy´ch zdroju˚ veˇnujı´cı´ch se XML kompresi.
Da´le se podrobneˇji veˇnujeme na´stroji XMill. Popisujeme zde vı´ce detailneˇji jeho prin-
cip komprese, datovy´ forma´t a dalsˇı´ informace. S tı´mto na´strojem pak da´le pracujeme,
prˇedevsˇı´m s nasˇı´ vlastnı´ implementacı´ v prostrˇedı´ .NET Framework (v jazyce C#). XMill
jsme si zvolili prˇedevsˇı´m proto, zˇe se jedna´ o velmi popula´rnı´ho za´stupce XML-aware
komprese, ktery´ velmi cˇasto slouzˇı´ jako etalon prˇi srovna´nı´ odlisˇny´ch prˇı´stupu˚ komprese
XML. Navı´c je velmi dobrˇe zdokumentova´n.
Po detailnı´m popisu XMill da´le popisujeme nasˇı´ implementaci tohoto na´stroje, ktery´m
je SXMill (SharpXMill). Zameˇrˇujeme se prˇedevsˇı´m na za´kladnı´ architekturu navrzˇene´ho
syste´mu a na jeho odlisˇnosti oproti pu˚vodnı´mu XMill.
Da´le se veˇnujeme problematice shlukova´nı´ dat, prˇedevsˇı´m vyuzˇitı´ te´to metody ve
spojenı´ s kompresı´ XML. Konkre´tneˇ jsme shlukova´nı´ dat vyuzˇili k optimalizaci XML a
experimentovali jsme, zda nepovede k dosazˇenı´ lepsˇı´ch vy´sledku˚ komprese. Vyzkousˇeli
jsme dveˇ mozˇne´ cesty optimalizace — shlukova´nı´ dat v kontejnerech beˇhem XMill komprese
a shlukova´nı´ cely´ch XML souboru˚.
V za´veˇru pra´ce pak vyhodnocujeme provedene´ experimenty. Testovali jsme beˇzˇne´
metody komprese dat i navrzˇene´ optimalizace. Vesˇkere´ vy´sledky srovna´va´me v kontextu
jednotlivy´ch metod komprese a na´stroju˚.
1.1 Struktura pra´ce
Charakteristikou XML a jeho vy´hodami a nevy´hodami se zaby´va´me v sekci 2. V sekci
2.4 se veˇnujeme problematice zpracova´nı´ XML a nejcˇasteˇji pouzˇı´vany´m modelu˚m zpra-
5cova´nı´ XML — XML DOM a SAX. Kompresi XML je veˇnova´na sekce 3, konkre´tneˇ v sekci
3.2 popisujeme kompresi XML jako textu (vcˇetneˇ popisu jednotlivy´ch metod kompre-
se) a v sekcı´ch 3.3, 3.4 a 3.5 se zameˇrˇujeme na kompresi specializovany´mi (XML-aware)
na´stroji, kde postupneˇ rozebı´ra´me kompresi XML s podporou dotazovanı´ a na´sledneˇ
bez podpory dotazova´nı´. Sekce 4 se podrobneˇ veˇnuje na´stroji XMill, ktery´ je typicky´m
prˇedstavitelem kategorie XML-aware komprese bez podpory dotazova´nı´. V sekci 4.1
popisujeme jeho architekturu, v sekci 4.2 uva´dı´me na jednoduche´m prˇı´kladu jı´m pouzˇı´-
vany´ princip oddeˇlenı´ struktury od dat a v sekci 4.3 popisujeme datovy´ forma´t tohoto
na´stroje. Sekce 5 popisuje na´mi implementovany´ na´stroj SXMill (SharpXMill). Jeho ar-
chitektura je popsa´na v sekci 5.1, podporovane´ kompresnı´ metody pak v sekci 5.2 a popis
rozsˇı´rˇenı´ oproti pu˚vodnı´mu XMill je uveden v sekci 5.3.
Sekce 6 se veˇnuje prezentaci vy´sledku˚ provedeny´ch experimentu˚. V sekci 6.2.1 jsou
k dispozici vy´sledky komprese XML souboru˚ jako textu (beˇzˇna´ komprese), v sekci 6.2.2
uva´dı´me vy´sledky komprese pomocı´ na´stroje XMill. Sekce 6.2.3 se zaby´va´ ota´zkou, jak
u na´stroje XMill ovlivnˇuje velikost pameˇt’ove´ho okna jeho u´speˇsˇnost komprese prˇi pouzˇitı´
jednotlivy´ch kompresnı´ch metod. Sekce 6.2.4 se veˇnuje kompresi XML pomocı´ na´stroje
XMill s optimalizacı´ kontejneru˚ vyuzˇı´vajı´cı´ shlukova´nı´. V sekci 6.2.5 ukazujeme vy´sledky
komprese XML beˇzˇnou kompresı´ po provedenı´ shlukova´nı´ cely´ch XML souboru˚.
V sekci 7 shrnujeme vy´sledky experimentu˚ a vyslovujeme za´veˇr, zda je mozˇne´ pomocı´
shlukova´nı´ vylepsˇit sta´vajı´cı´ metody komprese XML souboru˚.
62 XML
XML (eXtensible Markup Language, cˇesky rozsˇirˇitelny´ znacˇkovacı´ jazyk) je obecny´, otev-
rˇeny´ znacˇkovacı´ jazyk, standardizovany´ konsorciem W3C. Vznik tohoto jazyka se datuje
do roku 1998, kdy byla standardizova´na verze 1.0. XML je zalozˇen na obecne´m meta-
jazyku SGML, prˇesneˇji rˇecˇeno tvorˇı´ jeho podmnozˇinu. Ve srovna´nı´ s SGML je jednodusˇsˇı´,
snadneˇji se analyzuje 1 [29, 32].
2.1 Charakteristika XML
XML je obecny´ jazyk, ktery´ umozˇnˇuje definovat vlastnı´ jazyky — prˇedstavuje sadu pravi-
del, ktere´ se pouzˇı´vajı´ k definici konkre´tnı´ch jazyku˚. V dnesˇnı´ dobeˇ se vyuzˇı´va´ prˇedevsˇı´m
jako prostrˇedek pro vy´meˇnu dat v prostrˇedı´ internetu, naprˇ. u rˇesˇenı´ B2B2 [5] apod. Dı´ky
sve´ univerza´lnosti mu da´vajı´ vy´voja´rˇi prˇednost u syste´mu˚, u ktery´ch nenı´ v dobeˇ na´vrhu
prˇedem jasne´, s jaky´mi dalsˇı´mi syste´my bude nutne´ komunikovat. XML nacha´zı´ uplat-
neˇnı´ take´ jako univerza´lnı´ datove´ u´lozˇisˇteˇ, velmi popula´rnı´ jsou v dnesˇnı´ dobeˇ take´ na
XML zalozˇene´ konfiguracˇnı´ soubory.
XML dokument je tvorˇen posloupnostı´ znaku˚, kde znakem se rozumı´ libovolny´ Uni-
code znak. XML je tedy ve sve´ podstateˇ textovy´ dokument. V XML dokumentu se rozlisˇujı´
dva za´kladnı´ elementy — znacˇky a obsah. Znacˇky jsou uvozeny znakem ”<“ (mensˇı´) a
koncˇı´ ”>“ (veˇtsˇı´), nebo zacˇı´najı´ znakem ”&“ (ampersand) a koncˇı´ znakem ”;“ (strˇednı´k).
Vsˇe ostatnı´, co nenı´ znacˇka, je obsah [29].
XML je strukturovany´ jazyk, jeho struktura se tvorˇı´ vza´jemny´m vnorˇova´nı´m znacˇek.
Jako kazˇdy´ jazyk, ma´ i XML svou syntaxi. Kazˇdy´ XML soubor musı´ splnˇovat minima´lneˇ
pravidla well-formed XML3 za´pisu. Well-formed XML nedovoluje naprˇı´klad pouzˇitı´ prˇe-
krˇı´zˇeny´ch znacˇek [29].
Na jazyku XML jsou postaveny neˇktere´ dalsˇı´ jazyky. Jedna´ se naprˇı´klad o RSS [34] a
Atom [20] (syndikace obsahu), SOAP [36] (vy´meˇna zpra´v), XML-RPC (vzda´lene´ vola´nı´
procedur) [40] cˇi XHTML [37] (rozsˇirˇitelny´ hypertextovy´ znacˇkovacı´ jazyk). Mnoho apli-
kacı´ zacˇı´na´ vyuzˇı´vat XML take´ jako za´kladnı´ datovy´ forma´t, naprˇı´klad jako popula´rnı´
kancela´rˇske´ balı´ky Microsoft Office (forma´t Open XML) [31] a OpenOffice.org (forma´t
OpenDocument) [3].
2.2 Vy´hody XML
Jak jizˇ bylo rˇecˇeno, XML je velmi rozsˇı´rˇeny´m a hojneˇ pouzˇı´vany´m jazykem v praxi. Jeho
velke´ rozsˇı´rˇenı´ pramenı´ z nesporny´ch vy´hod, ktery´mi tento jazyk disponuje. Prˇedevsˇı´m
se jedna´ o univerza´lnı´ jazyk, do ktere´ho je mozˇne´ serializovat4 a zpeˇtneˇ z neˇj deseriali-
zovat5 libovolna´ data. Dı´ky tomu se velmi cˇasto pouzˇı´va´ jako prostrˇednı´k u vza´jemne´ ko-
1Z anglicke´ho parse.
2Business-to-Business
3Syntakticka´ pravidla pro za´pis XML dokumentu˚.
4Vytvorˇenı´ proudu symbolu˚, ktere´ reprezentujı´ stav neˇjake´ informace.
5Reverznı´ operace k operaci serializace.
7munikace mezi ru˚zny´mi syste´my, ktere´ vnitrˇneˇ vyuzˇı´vajı´ odlisˇne´ forma´ty, ale pro vy´meˇnu
dat pouzˇı´vajı´ univerza´lnı´ XML. Tı´m odpada´ nutnost vytva´rˇet specificke´ prˇevodnı´ mu˚stky
pro kazˇdy´ novy´ partnersky´ syste´m, se ktery´m je potrˇeba komunikovat, prˇi jejichzˇ tvorbeˇ
se dopodrobna musı´me sezna´mit s forma´tem druhe´ strany. Namı´sto toho se definuje
pouze XML rozhranı´, se ktery´m pak mu˚zˇe komunikovat jaky´koliv syste´m, anizˇ by znal
vnitrˇnı´ strukturu dat dane´ho syste´mu. Textovy´ forma´t je v neposlednı´ rˇadeˇ take´ dobrˇe
cˇitelny´ pro cˇloveˇka.
2.3 Nevy´hody XML
Zmı´neˇne´ vy´hody XML prˇina´sˇejı´ na druhou stranu i jeho nevy´hody. Mezi hlavnı´ nevy´ho-
du XML patrˇı´ prˇedevsˇı´m jeho vy´rˇecˇnost. Vy´rˇecˇnost vede v porovna´nı´ s konkre´tnı´mi
datovy´mi forma´ty k mnohem veˇtsˇı´ datove´ na´rocˇnosti XML dokumentu˚. Pokud s XML
chceme pracovat, je take´ nutne´ nejdrˇı´ve jej analyzovat (anglicky parse XML), cozˇ mu˚zˇe
prˇedevsˇı´m prˇi zpracova´nı´ rozsa´hlejsˇı´ch XML znamenat vy´znamnou za´teˇzˇ pro vy´pocˇetnı´
vy´kon syste´mu [19].
Tyto nevy´hody jsou obecneˇ zna´me´, proto vznikl naprˇı´klad XML Binary. Jedna´ se o
standardizovany´ forma´t, ktery´ se neshoduje se specifikacı´ XML, ale pouze si zachova´va´
jisty´ vztah s pu˚vodnı´m XML [39]. XML Binary tak lze pouzˇı´t u aplikacı´, u ktery´ch mu˚zˇe
by´t vy´rˇecˇnost beˇzˇne´ho XML proble´m, ale existuje u nich pozˇadavek na vyuzˇitı´ standar-
dizovane´ho forma´tu vy´meˇny dat.
2.4 Zpracova´nı´ XML
XML data jsou prˇedstavova´na se´riı´ Unicode symbolu˚, datovy´m u´lozˇisˇteˇm jsou pak ty-
picky textove´ soubory. Prˇi pra´ci proto musı´ beˇzˇne´ aplikace tuto linea´rnı´ strukturu zpra-
covat — analyzovat — a identifikovat v nı´ jednotlive´ prvky struktury a samotny´ch dat.
Samozrˇejmeˇ je nutne´ mı´t k dispozici i inverznı´ operaci, tedy vytvorˇenı´ a u´pravu well-
formed XML reprezentujı´cı´ho danou strukturu a obsahujı´cı´ho pozˇadovana´ data.
Existuje neˇkolik modelu˚ zpracova´nı´ XML, dva nejcˇasteˇji pouzˇı´vane´ SAX (Simple Api
for XML) [35] a XML DOM (XML Document Object Model) [28] strucˇneˇ prˇedstavı´me v dalsˇı´
cˇa´sti textu. U zpracova´nı´ XML je velmi du˚lezˇitou cˇa´stı´ analy´za XML, protozˇe pra´veˇ ona
mu˚zˇe mı´t za´sadnı´ vliv na chova´nı´ cı´love´ aplikace. Problematice analy´zy XML se veˇnujeme
v na´sledujı´cı´m textu te´to kapitoly.
Obecny´ model zpracova´nı´ XML dat popisuje zpu˚sob cˇtenı´ a za´pisu XML dat ve vzta-
hu ke klientske´ aplikaci. Jeden z modelu˚ je zna´zorneˇn na obra´zku 1. Obra´zek ukazuje
na nejvysˇsˇı´ u´rovni klientskou aplikaci, ktera´ cˇte, poprˇ. meˇnı´ XML data. Nizˇsˇı´ vrstvy
pak odstinˇujı´ tuto aplikaci od operacı´ spojeny´ch s vlastnı´m zpracova´nı´m XML dat. Dı´ky
tomuto modelu mu˚zˇe aplikace prˇistupovat k XML na vysˇsˇı´, abstraktneˇjsˇı´ u´rovni. Pod
klientskou aplikacı´ jsou v modelu zna´zorneˇny vrstvy XML Core (ta obsahuje funkce pro
zpracova´nı´ XML dat dle konkre´tnı´ch pozˇadavku˚ implementace cˇi prostrˇedı´) a dvojice
komponent XML Writer a XML Parser (ty slouzˇı´ ke cˇtenı´ a za´pisu XML).
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Obra´zek 1: Obecny´ model zpracova´nı´ XML
2.4.1 XML DOM (XML Document Object Model)
XML DOM (XML Document Object Model) vycha´zı´ z obecne´ definice DOM (Document
Object Model), cozˇ je jazykoveˇ a platformeˇ neutra´lnı´ rozhranı´, ktere´ umozˇnˇuje progra-
mu˚m a skriptu˚m dynamicky prˇistupovat a aktualizovat obsah, strukturu a styl doku-
mentu˚ [28].
XML DOM nahlı´zˇı´ na XML jako na strom, ktery´ se skla´da´ z jednotlivy´ch uzlu˚. Korˇeno-
vy´m uzlem je uzel na nejvysˇsˇı´ u´rovni a ten mu˚zˇe obsahovat uzly podrˇı´zene´. Rekurzivneˇ
tato vlastnost platı´ i pro podrˇı´zene´ uzly, tedy podrˇı´zene´ prvky mohou obsahovat sobeˇ
podrˇı´zene´ prvky a tak da´le.
Beˇhem analy´zy vstupnı´ch dat se v pameˇti postupneˇ vytvorˇı´ jim odpovı´dajı´cı´ strom.
U´pravy pak probı´hajı´ v pameˇti a cely´ strom nebo jeho cˇa´st je kdykoliv mozˇne´ zapsat ve
forma´tu XML. Z uvedene´ho zpu˚sobu pra´ce je patrne´, zˇe XML DOM potrˇebuje mı´t ke sve´
pra´ci v pameˇti neusta´le celou strukturu i samotna´ data, cozˇ mu˚zˇe cˇinit proble´m prˇi zpra-
cova´nı´ rozsa´hly´ch XML dokumentu˚. Vy´hodou tohoto modelu je fakt, zˇe aplikace mu˚zˇe
libovolneˇ cˇı´st i meˇnit strukturu a data, protozˇe DOM podporuje operace cˇtenı´ i modi-
fikace a to typicky objektoveˇ.
2.4.2 SAX (Simple API for XML)
SAX prova´dı´ postupnou analy´zou vstupnı´ch XML dat a beˇhem nı´ identifikuje jednotlive´
cˇa´sti XML dokumentu, jako jsou znacˇky, atributy, entity, komenta´rˇe atp. SAX je zalozˇen
na uda´lostech, na ktere´ se klientska´ aplikace va´zˇe a pomocı´ nichzˇ pak zı´ska´va´ data.
Hlavnı´ rozdı´l oproti drˇı´ve zmı´neˇne´mu modelu DOM je v tom, zˇe SAX neudrzˇuje v pameˇti
strukturu ani data cele´ho dokumentu, ale pouze data aktua´lneˇ analyzovane´ cˇa´sti [35].
Dı´ky tomu je mozˇne´ zpracovat libovolneˇ rozsa´hly´ XML dokument, nicme´neˇ, z principu
je mozˇne´ data pouze cˇı´st a to pouze linea´rneˇ. V praxi se beˇzˇneˇ SAX model implemen-
9<polozˇka>
<nadpis>Forma´tova´nı´ textu</nadpis>
<popis>V textu mu˚zˇeme pouzˇı´t <b>tucˇne´ pı´smo</b> ale ne <i>kurzı´vu</u>.</popis>
...
</polozˇka>
<polozˇka>
<nadpis>Prˇı´klad platne´ho za´znamu</nadpis>
<popis><b>Upozorneˇnı´:</b> Nepouzˇı´vat!</popis>
...
</polozˇka>
Obra´zek 2: Prˇı´klad XML s nejasneˇ analyzovatelnou strukturou
tuje jako SAX parser, cozˇ je konkre´tnı´ analyza´tor podporujı´cı´ model SAX. SAX je vhodny´
prˇi pouzˇitı´ s aplikacemi, ktere´ potrˇebujı´ vstupnı´ data pouze cˇı´st a nevyzˇadujı´ v jednom
okamzˇiku komplexnı´ pohled na cely´ XML dokument.
2.5 Analy´za XML
XML se skla´da´ ze znacˇek a obsahu [29]. Znacˇky jsou definova´ny pomocı´ specia´lnı´ch
znaku˚ (”<“ a ”>“). Vsˇe, co nenı´ znacˇka, je povazˇova´no za obsah. Ne vzˇdy ovsˇem mu˚zˇe
by´t rozdeˇlenı´ znacˇek a obsahu zcela zrˇejme´. U well-formed XML dokumentu nenı´ pro-
ble´m identifikovat vesˇkere´ znacˇky, nicme´neˇ neˇktere´ znacˇky nemusı´ mı´t vy´znam znacˇky
jako definujı´cı´ strukturu, ale mu˚zˇe se jednat o znacˇku, ktera´ je umı´steˇna v kontextu neˇjake´ho
obsahu jako forma´tovacı´ nebo jiny´ pomocny´ prvek (naprˇ. oznacˇenı´ tucˇne´ho textu znacˇkou
<b></b>). To mu˚zˇe mı´t za na´sledek nestandardnı´ chova´nı´ cı´love´ aplikace. Prˇı´klad kon-
kre´tnı´ho XML, ktery´ odpovı´da´ podobne´mu popisu, je zna´zorneˇn na obra´zku 2.
Zpu˚sob analy´zy takove´ho XML souboru ma´ vliv na strukturu a obsah informacı´, jake´
aplikace zı´ska´ od analyza´toru. Dveˇ konkre´tnı´ u´skalı´ popisujı´ na´sledujı´cı´ dveˇ podkapitoly.
2.5.1 Analy´za struktury a obsahu
Uka´zkovy´ prˇı´klad obsahuje dle forma´lnı´ definice XML celkem cˇtyrˇi jedinecˇne´ znacˇky
polozˇka, nadpis, b, i a k nim odpovı´dajı´cı´ koncove´ znacˇky. Nicme´neˇ tyto znacˇky v dane´m
kontextu spadajı´ do dvou kategoriı´. Prvnı´ kategorii tvorˇı´ znacˇky, pomocı´ ktery´ch se tvorˇı´
pozˇadovana´ struktura dat — to jsou znacˇky polozˇka a nadpis. Vsˇe ostatnı´, tedy texty
umı´steˇne´ uvnitrˇ teˇchto znacˇek, ma´ by´t povazˇova´no za obsah. Ovsˇem vlozˇenı´ textu podob-
ne´mu nasˇemu prˇı´kladu tuto mysˇlenku rozbı´jı´. Znacˇky b a i, ktere´ slouzˇı´ v kontextu pouze
jako forma´tovacı´ prvky, vytva´rˇı´ v pu˚vodnı´ definici XML dodatecˇnou strukturu.
Jak je patrne´, v tomto prˇı´kladu nejsou znacˇky b a i znacˇkami ve smyslu struktury
XML, ale jsou soucˇa´stı´ obsahu znacˇky popis. A pra´veˇ to mu˚zˇe mı´t nezˇa´doucı´ vliv na cho-
va´nı´ aplikace, pokud analyza´tor nebude o definovane´ strukturˇe dostatecˇneˇ informova´n
(naprˇ. XML sche´matem). Navı´c, dane´ XML je v tuto chvı´li velmi citlive´ na zpracova´nı´
forma´tova´nı´, neboli white-spaces.
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2.5.2 Analy´za forma´tova´nı´ dokumentu (white-spaces)
S prˇedstihem mu˚zˇeme prozradit, zˇe XMill6 ve vy´chozı´m nastavenı´ vyuzˇı´va´ optimalizaci
komprese XML tı´m, zˇe odstranˇuje forma´tova´nı´ XML (white-spaces), ktere´ pak vytva´rˇı´ prˇi
dekompresi programoveˇ. Dalsˇı´ podrobnosti o na´stroji XMill jsou v sekci 4.
XML podporuje celkem cˇtyrˇi druhy white-spaces7: carriage-return (\r), line-feed (\n),
tab (\t) a spacebar (mezera) [29]. Na prvnı´ pohled se mu˚zˇe zda´t, zˇe tyto informace nene-
sou obsahovou informaci, proto pra´veˇ zminˇovany´ XMill ve vy´chozı´m nastavenı´ white-
spaces ignoruje a beˇhem dekomprese je rekonstruuje programoveˇ [38].
Pokud se ale podı´va´me na na´mi uva´deˇny´ prˇı´klad, bude mı´t pouzˇitı´ te´to optimaliza-
ce vliv na obsah dat, protozˇe prˇi prova´deˇnı´ dekomprese nebudou white-spaces rekon-
struova´na korektneˇ. V prˇı´kladu se za koncovou znacˇkou </b> (mezi slovy pı´smo a ale)
nacha´zı´ mezera a prˇi aktivnı´ optimalizaci by se beˇhem komprese jako white-space sym-
bol ignorovala. Tı´m by dosˇlo ke ztra´teˇ informace, protozˇe prˇi programove´ rekonstrukci
forma´tova´nı´ XMill nikdy neda´va´ za znacˇku mezeru, maxima´lneˇ odsazuje na´sledujı´cı´ ob-
sah na dalsˇı´ rˇa´dek.
Beˇhem nasˇich experimentu˚ jsme proto vzˇdy tento druh optimalizace potlacˇili a to i
u souboru˚, u ktery´ch to vzhledem k jejich obsahu nebylo nutne´. Toto opatrˇenı´ na´m take´
zajistilo, zˇe se po dekompresi soubory zcela shodovaly s pu˚vodnı´mi origina´ly. Jedinou
nevy´hodou je to, zˇe se spolu s komprimovany´mi daty musı´ ukla´dat i vlastnı´ forma´tova´nı´,
cozˇ mı´rneˇ zhorsˇuje vy´sledek komprese.
2.5.3 Analy´za XML v kontextu komprese XML
Prˇi experimentech s na´strojem XMill a na´sledneˇ i beˇhem vy´voje vlastnı´ho na´stroje SXMill
jsme dosˇli k za´veˇru, zˇe du˚lezˇity´m bodem komprese XML je analy´za vstupnı´ch XML dat.
Na uvedeny´ch prˇı´kladech z prˇedchozı´ kapitoly jsme se snazˇili uka´zat, jak du˚lezˇite´ je
spra´vneˇ vyhodnotit strukturu dokumentu a identifikovat v nı´ data. Nespra´vne´ rozlisˇenı´
teˇchto dvou elementu˚ mu˚zˇe mı´t nezˇa´doucı´ vliv na efektivitu komprese, protozˇe bude
docha´zet k nespra´vne´mu odvozenı´ se´manticky´ch vazeb. Sˇpatna´ analy´za ale mu˚zˇe ve´st
azˇ ke ztra´teˇ dat. Vylepsˇenı´ analyza´toru XML, ktery´ by uvedene´ skutecˇnosti zohlednˇoval,
je proto te´matem dalsˇı´ho vy´voje.
V prakticke´ cˇa´sti te´to diplomove´ pra´ce jsme se prˇesveˇdcˇili o tom, zˇe typicky´m prˇedsta-
vitelem kategorie XML souboru˚, u nichzˇ je trˇeba specificky´m zpu˚sobem analyzovat struk-
turu XML, je soubor wiki.xml. Podrobnosti jsou k dispozici v kapitole 6, ktera´ se veˇnuje
testova´nı´.
6XMill je specializovany´ XML-aware kompresor.
7Bı´la´ mı´sta.
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3 Komprese XML
XML je ze sve´ podstaty velmi vy´rˇecˇny´m forma´tem. Vesˇkere´ informace jsou v XML ulozˇe-
ny v textove´ podobeˇ (samotne´ texty ale i cˇı´selne´ hodnoty, vy´cˇtove´ typy a dalsˇı´ specificke´
informace, ktere´ se do textove´ podoby prˇeva´deˇjı´ serializacı´ dat). Navı´c u kazˇde´ polozˇky
se neusta´le opakuje jejı´ se´manticka´ definice, tedy jejı´ znacˇka. Ta urcˇuje vy´znam obsahu,
ktery´ je v nı´ uzavrˇen. Naprˇı´klad pokud je v XML ulozˇeno neˇkolik polozˇek obsahujı´cı´ch
informaci o autorech knihy, naprˇı´klad pomocı´ znacˇky<autor></autor>, bude se neusta´-
le tato dvojice znacˇek opakovat u kazˇde´ho jednotlive´ho jme´na autora. A tı´m velice rychle
roste objem dat v XML souboru.
Zmı´neˇne´ vlastnosti XML mohou prˇedstavovat proble´m prˇi pra´ci s rozsa´hly´mi XML
soubory. Jednak je nutne´ XML data analyzovat, cozˇ mu˚zˇe prˇedstavovat za´teˇzˇ pro vy´pocˇet-
nı´ vy´kon syste´mu, ktery´ s XML pracuje. Proble´mem mu˚zˇe by´t take´ velke´ mnozˇstvı´ dat,
ktere´ je nutne´ archivovat na disku nebo jine´m me´diu, cˇi prˇena´sˇet po sı´ti nebo pomaly´ch
WAN8 linka´ch. A oba zminˇovane´ nedostatky mu˚zˇe rˇesˇit pra´veˇ komprese XML.
3.1 Principy komprese
Existuje cela´ rˇada algoritmu˚, ktere´ lze pouzˇı´t ke kompresi XML dat. Obecneˇ je mozˇne´
vsˇechny rozdeˇlit do dvou skupin:
• XML komprese bez podpory dotazova´nı´
• XML komprese s podporu dotazova´nı´
Algoritmy prvnı´ kategorie se zameˇrˇujı´ na zmensˇenı´ velikosti XML dat s tı´m, zˇe pokud
s komprimovany´mi daty potrˇebujeme pozdeˇji pracovat, musı´me je nejdrˇı´ve dekompri-
movat jako celek, zpracovat a posle´ze jako celek znovu komprimovat. V te´to diplomove´
pra´ci se zameˇrˇujeme prˇedevsˇı´m na tuto kategorii algoritmu˚. Tyto algoritmy lze da´le
rozdeˇlit na dalsˇı´ dveˇ podskupiny:
• Komprese XML jako textu (beˇzˇna´ komprese)
• Komprese XML s vyuzˇitı´m se´manticky´ch informacı´ (XML-aware komprese)
Na kompresi XML jako textu se vyuzˇı´vajı´ beˇzˇne´ kompresnı´ na´stroje, ktere´ v praxi
slouzˇı´ ke kompresi i jiny´ch, nejen textovy´ch souboru˚. Vzhledem k tomu, zˇe XML data
jsou v podstateˇ text, dosahujı´ nejlepsˇı´ch vy´sledku˚ programy implementujı´cı´ metody spe-
cializujı´cı´ se na kompresi textu. Prˇedstaviteli te´to kategorie komprese XML jsou naprˇı´klad
programy GZip, BZip29 cˇi 7-zip, ale existujı´ i mnohe´ dalsˇı´. My si da´le v na´sledujı´cı´m textu
popı´sˇeme nejcˇasteˇjsˇı´ metody komprese, ktere´ se naprˇı´cˇ ru˚zny´mi programy pouzˇı´vajı´.
XML-aware kompresory obecneˇ vyuzˇı´vajı´ se´mantiku dostupnou v XML datech (pra-
cujı´ se strukturou XML), ale ve sve´m ja´dru sta´le zameˇstna´vajı´ klasicke´ kompresnı´ algo-
ritmy. Fina´lnı´ komprese tedy probı´ha´ naprˇı´klad algoritmem Deflate cˇi BZip2 [14]. Od
8Wide-Area-Network, rozsa´hle´ sı´teˇ.
9GZip, resp. BZip2 jsou na´zvy programu˚, ktere´ vyuzˇı´vajı´ kompresnı´ algoritmy Deflate, resp. BZip2.
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komprese XML jako textu se odlisˇujı´ prˇedevsˇı´m tı´m, zˇe se snazˇı´ specificky´m zpu˚sobem
prˇipravit XML data tak, aby komprese beˇzˇny´mi algoritmy dosa´hla lepsˇı´ch vy´sledku˚, nezˇ
jaky´ch se dosahuje prˇi kompresi XML jako textu. Vyuzˇı´va´ se prˇitom znalost principu˚
komprese dany´ch kompresnı´ch algoritmu˚.
XML-aware kompresory s podporou dotazova´nı´ pak zachova´vajı´ u komprimovany´ch
dat mozˇnost dotazova´nı´. Dotazova´nı´ mı´va´ ru˚znou podporu — lisˇı´ se rozsah podporova-
ny´ch dotazu˚ i to, zda je mozˇne´ data pouze cˇı´st nebo i meˇnit. Tyto algoritmy ve srovna´nı´
s doposud popsany´mi algoritmy dosahujı´ obvykle horsˇı´ch pomeˇru˚ komprese. Nicme´neˇ
vedle snı´zˇenı´ datove´ na´rocˇnosti mohou odlehcˇit i vy´pocˇetnı´mu vy´konu potrˇebne´mu ke
zpracova´nı´ XML dat — vzhledem k nutnosti zpracovat mensˇı´ mnozˇstvı´ dat mu˚zˇe by´t
zpracova´nı´ komprimovany´ch dat paradoxneˇ me´neˇ na´rocˇne´ a to i s prˇihle´dnutı´m na vy´po-
cˇetnı´ vy´kon, ktery´ je vyzˇadovany´ k dekompresi cˇa´stı´ XML dokumentu.
3.2 Komprese XML jako textu
Prˇi kompresi XML jako textu se soubor komprimuje jako celek bez ohledu na vnitrˇnı´
strukturu. Na soubor se pohlı´zˇı´ jako na beˇzˇny´ soubor, nicme´neˇ vzhledem k tomu, zˇe se
jedna´ o textovy´ soubor, lze na neˇj u´speˇsˇneˇ aplikovat algoritmy specializujı´cı´ se na kom-
presi textu. Vy´hoda toho zpu˚sobu komprese je prˇedevsˇı´m v jednoduchosti jeho nasazenı´,
protozˇe programu˚, ktere´ se zameˇrˇujı´ na kompresi dat, existuje cela´ rˇada. Modernı´ algo-
ritmy komprese textu jsou navı´c velmi efektivnı´ (jak ukazujı´ naprˇı´klad vy´sledky nasˇich
experimentu˚ v kapitole 6).
3.2.1 Deflate (gzip)
Deflate je bezeztra´tova´ metoda, ktera´ kombinuje kompresi pomocı´ LZ77 a Huffmanovo
ko´dova´nı´ [10]. Jedna´ se o velmi popula´rnı´ metodu komprese dat, cozˇ naprˇı´klad dokazuje
fakt, zˇe jejı´ podpora je implementova´na ve veˇtsˇineˇ modernı´ch vy´vojovy´ch prostrˇedı´ch
nebo operacˇnı´ch syste´mech. Metodu Deflate vyuzˇı´va´ zna´my´ program a forma´t ZIP, to je
mimo jine´ take´ obecneˇ zazˇity´ pojem vyjadrˇujı´cı´ kompresi dat10 nejen u laicke´ verˇejnosti.
Deflate je pomeˇrneˇ rychly´ algoritmus, cozˇ se ty´ka´ jak komprese, tak i prˇedevsˇı´m dekom-
prese. Jeho nespornou vy´hodou je i to, zˇe nenı´ pameˇt’oveˇ prˇı´lisˇ na´rocˇny´.
Proud dat komprimovany´ metodou Deflate je tvorˇen neˇkolika bloky, kde kazˇdy´ blok
mu˚zˇe by´t ulozˇen jednı´m z na´sledujı´cı´ch zpu˚sobu˚ [10]:
• Blok ulozˇeny´ bez ko´dova´nı´ / komprese (hruba´ data)
• Blok ko´dovany´ pomocı´ prˇedem dohodnute´ho Huffmanova stromu
• Blok ko´dovany´ pomocı´ Huffmanova stromu, ktery´ je soucˇa´stı´ bloku
Samotna´ komprese metodou Deflate probı´ha´ dvoufa´zoveˇ:
1. Pomocı´ LZ77 jsou odstraneˇny opakujı´cı´ se rˇeteˇzce
10Slangoveˇ se cˇasto pouzˇı´va´ termı´n ”zazipovat soubor“
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2. Vy´stup (1.) je ko´dova´n pomocı´ Huffmanova ko´dova´nı´
Huffmanovo ko´dova´nı´ [11] patrˇı´ do skupiny statisticky´ch kompresnı´ch algoritmu˚. Statis-
ticke´ metody pracujı´ s cˇetnostı´ jednotlivy´ch znaku˚ (nebo jejich skupin) ve vstupnı´m sou-
boru dat. Znaku˚m s vysˇsˇı´ cˇetnostı´ jsou prˇirˇazova´ny kratsˇı´ ko´dy (me´neˇ bitu˚, naprˇ. nejcˇasteˇ-
ji se vyskytujı´cı´ znak mu˚zˇe by´t ko´dova´n pouze jednı´m bitem) a znaku˚m s me´neˇ cˇasty´m
vy´skytem jsou prˇirˇazova´ny ko´dy delsˇı´.
Existujı´ dveˇ varianty tohoto algoritmu. Staticka´ varianta prova´dı´ kompresi ve dvou
fa´zı´ch — v prvnı´ fa´zi je provedena statistika cˇetnosti vy´skytu jednotlivy´ch znaku˚, prˇi
ktere´ je vytvorˇen strom ko´dova´nı´, ve druhe´ fa´zi docha´zı´ k samotne´mu zako´dova´nı´ vstup-
nı´ch dat s vyuzˇitı´m zı´skane´ statistiky. Vy´hodou te´to metody je vytvorˇenı´ optima´lnı´ statis-
tiky pro cely´ vstupnı´ soubor, nevy´hodou je pomale´ zpracova´nı´, protozˇe jsou nutne´ dva
pru˚chody cele´ho vstupnı´ho souboru. Dalsˇı´ nevy´hodou je nutnost ulozˇenı´ bina´rnı´ho stro-
mu spolu s komprimovany´mi daty. Dynamicka´ varianta vytva´rˇı´ statistiku cˇetnosti znaku˚ a
samotne´ ko´dova´nı´ beˇhem jedine´ho pru˚chodu. To platı´ jak prˇi kompresi, tak i prˇi dekom-
presi. Dı´ky tomu nenı´ nutne´ ukla´dat bina´rnı´ strom spolu s komprimovany´mi daty. Za´ro-
venˇ je proces komprese rychlejsˇı´, protozˇe nenı´ nutne´ vstupnı´ soubor procha´zet dvakra´t,
ale na druhou stranu je nutne´ upravovat strom cˇetnostı´, cozˇ samotny´ proces komprese
ve srovna´nı´ se statickou variantou zpomaluje. Jelikozˇ ma´ kompresor informace o cˇetnosti
znaku˚ pouze u te´ cˇa´sti souboru dat, kterou doposud prosˇel, nemusı´ by´t prˇirˇazenı´ ko´du˚
zcela optima´lnı´, cˇı´mzˇ mu˚zˇe docha´zet v ra´mci cele´ho souboru k dosazˇenı´ horsˇı´ho vy´sledku
komprese.
LZ77 [23], publikovany´ v roce 1977 Abrehamem Lempelem a Jacobem Zivem, je algo-
ritmus patrˇı´cı´ do skupiny slovnı´kovy´ch kompresnı´ch algoritmu˚. Algoritmus vyuzˇı´va´ tzv.
posuvne´ okno — sliding window — ktere´ obsahuje konec (typicky poslednı´ch neˇkolik kB)
doposud prˇecˇteny´ch dat ze zdrojove´ho souboru. Beˇhem komprese se algoritmus snazˇı´
najı´t v okneˇ opakujı´cı´ se vy´skyt cˇa´sti vstupnı´ch dat, dı´ky cˇemuzˇ by bylo mozˇne´ tento
vy´skyt zako´dovat pouze jako ofset a de´lku v posuvne´m okneˇ. Prˇi dekompresi je nutne´
posuvne´ okno udrzˇovat stejny´m zpu˚sobem, jak tomu bylo beˇhem fa´ze komprese.
Existujı´ ru˚zne´ varianty algoritmu, lisˇı´cı´ se v za´vislosti na tom, jak ko´dujı´ vy´stup. Jako
prˇı´klad mu˚zˇeme uve´st varianty LZSS, LZH a LZB [2].
3.2.2 BZip2
BZip2 je svobodny´, bezeztra´tovy´ kompresnı´ algoritmus a take´ program. Jeho autorem
je Julian Seward, ktery´ prvnı´ verzi publikoval v roce 1996. Jedna´ se opeˇt o pomeˇrneˇ
rychly´ algoritmus, ktery´ ve srovna´nı´ s metodou Deflate dosahuje ve veˇtsˇineˇ prˇı´padu˚
lepsˇı´ch vy´sledku˚ a jedna´ se tak celkoveˇ o u´cˇinneˇjsˇı´ algoritmus. Prvnı´ verze tohoto al-
goritmu vyuzˇı´vala aritmeticke´ ko´dova´nı´, ktere´ ale bylo za´hy nahrazeno Huffmanovy´m
ko´dova´nı´m. Algoritmus komprimuje bloky dat o velikosti v rozmezı´ 100 azˇ 900kB (na-
stavitelne´ skokoveˇ po 100kB). Kombinuje techniky BWT (Burrows-Wheeler Transform), MTF
(Move-To-Front transform), Huffmanovo ko´dova´nı´ a RLE (Run-Length Encoding) [26].
Burrows-Wheeler Transform [16] je transformace zna´ma´ take´ pod oznacˇenı´m kom-
prese blokovy´m trˇı´deˇnı´m. Tato transformace ve vstupnı´m souboru nemeˇnı´ hodnotu zˇa´dne´ho
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symbolu, prova´dı´ pouze permutaci jejich porˇadı´. Pokud vstupnı´ soubor obsahuje opaku-
jı´cı´ se podrˇeteˇzce, budou po provedenı´ transformace ve vy´stupu mı´sta, na ktery´ch se
budou za sebou nacha´zet stejne´ opakujı´cı´ se znaky. A to je prˇedpoklad, dı´ky ktere´mu je
mozˇne´ na´sledneˇ dosa´hnout lepsˇı´ho vy´sledku komprese. Transformace se prova´dı´ setrˇı´deˇ-
nı´m vsˇech rotacı´ textu v tabulce a jako vy´stup se pouzˇije poslednı´ sloupec dane´ tabulky.
Algoritmus 1 zna´zornˇuje pseudoko´d BWT transformace, inverznı´ operaci pak zobrazuje
algoritmus 2.
Algoritmus 1 Transformace BWT (string s)
1: vytvorˇ tabulku, rˇa´dky jsou vsˇechny mozˇne´ rotace s
2: setrˇid’ rˇa´dky abecedneˇ
3: return poslednı´ sloupec tabulky
Algoritmus 2 Inverznı´ BWT (string s)
1: vytvorˇ pra´zdnou tabulku
2: for i = 1 to de´lka(s) do
3: vlozˇ s jako sloupec tabulky prˇed prvnı´ sloupec tabulky
4: . (prvnı´m vlozˇenı´m se vytvorˇı´ prvnı´ sloupec)
5: setrˇid’ sloupce tabulky abecedneˇ
6: end for
7: return rˇa´dek, u ktere´ho sloupec koncˇı´ znakem EOF
Move-To-Front transform [4], cˇesky prˇesunˇ na zacˇa´tek, je metoda, ktera´ pracuje na
principu nahrazova´nı´ symbolu˚ vstupnı´ abecedy za jejich indexy do pole symbolu˚ a nao-
pak. Jedna´ se o reverzibilnı´ transformaci, tzn. zˇe existuje inverznı´ operace, kterou je
mozˇne´ data vra´tit do pu˚vodnı´ podoby. Proces transformace MTF je na´sledujı´cı´ — kazˇda´
hodnota vstupu je ko´dova´na pomocı´ indexu, ktery´ odkazuje do pole. Toto pole se v
pru˚beˇhu transformace neusta´le meˇnı´. Tedy — v poli je nalezena odpovı´dajı´cı´ hodnota
znaku na vstupu a index te´to hodnoty je zapsa´n na vy´stup. Na zacˇa´tku je pole usporˇa´da´no
podle hodnot (naprˇı´klad ko´dujeme-li jednobajtoveˇ, pak 0, 1, . . . , 255), prvnı´ hodnota vs-
tupu je tak vzˇdy zako´dova´na ”vlastnı´“ hodnotou. Po zako´dova´nı´ kazˇde´ho znaku je v poli
znak prˇesunut na zacˇa´tek (odtud na´zev metody).
Reverznı´ MTF transformace probı´ha´ tak, zˇe se ve vy´chozı´m stavu opeˇt zacˇı´na´ s uspo-
rˇa´dany´m polem (naprˇ. hodnoty 0, 1, . . . , 255). Deko´dova´nı´ probı´ha´ postupneˇ tak, zˇe
zako´dovana´ hodnota ze vstupu urcˇuje index v poli, kde je ulozˇena hodnota pro vy´stup.
Po deko´dova´nı´ kazˇde´ho znaku docha´zı´ k prˇesunutı´ tohoto znaku na zacˇa´tek, stejneˇ jako
beˇhem procesu ko´dova´nı´.
Pseudoko´d MTF transformace je zobrazen na vy´pisu algoritmus 3, pseudoko´d in-
verznı´ operace MTF je pak zna´zorneˇn na vy´pisu algoritmus 4.
RLE (Run-length encoding) prˇedstavuje jednoduchou formu bezeztra´tove´ kompre-
se. Ko´duje vstupnı´ data tak, zˇe opakujı´cı´ se posloupnosti znaku˚ zapisuje jako dvojici
15
Algoritmus 3 MTF (string s)
1: vytvorˇ pole p (obsahujı´cı´ usporˇa´dane´ jednobajtove´ hodnoty (0..255))
2: for all (char z in s) do
3: v poli p vyhledej index i znaku z
4: zapisˇ i na vy´stup v
5: v poli p prˇesunˇ z na zacˇa´tek
6: end for
7: return vy´stup v
Algoritmus 4 Inveznı´ MTF (int[] vstup)
1: vytvorˇ pole p (obsahujı´cı´ usporˇa´dane´ jednobajtove´ hodnoty (0..255))
2: for all (int i in vstup) do
3: na vy´stup v zapisˇ znak z v poli p umı´steˇny´ na pozici i
4: v poli p prˇesunˇ znak z na zacˇa´tek
5: end for
6: return vy´stup v
<de´lka posloupnosti, znak>. Nevy´hodou tohoto ko´dova´nı´ je to, zˇe vy´skyt jednoho opa-
kova´nı´ znaku (jeden bajt) je nutne´ ko´dovat pomocı´ dvojice <1, znak> (dva bajty) a tı´m
docha´zı´ k nezˇa´doucı´mu na´ru˚stu dat. U´cˇinnost komprese proto za´visı´ na charakteru vstup-
nı´ch dat.
3.2.3 LZMA
LZMA (Lempel-Ziv-Markov-Chain Algorithm) je vylepsˇena´ verze algoritmu Deflate, resp.
vyuzˇı´va´ vylepsˇenou verzi algoritmu LZ77. LZMA pouzˇı´va´ stejneˇ jako pu˚vodnı´ LZ77
slovnı´k, ale narozdı´l od neˇj podporuje jeho mnohem veˇtsˇı´ velikost (azˇ 4GB) a tuto ve-
likost je mozˇne´ uzˇivatelsky nastavit. LZMA se skla´da´ celkem ze trˇı´ soucˇa´stı´ — vedle
vylepsˇene´ho LZ77 pak jesˇteˇ z ko´dova´nı´ Markov-Chain a range kode´ru. Algoritmus dosahuje
veˇtsˇinou lepsˇı´ch vy´sledku˚ nezˇ Deflate nebo BZip2, jedna´ se ale o pameˇt’oveˇ na´rocˇneˇjsˇı´ al-
goritmus, cozˇ platı´ hlavneˇ pro kompresi. Komprese dat je take´ vy´razneˇ pomalejsˇı´, nicme´-
neˇ dekomprese je extre´mneˇ rychla´ a pameˇt’oveˇ ma´lo na´rocˇna´. LZMA je vy´chozı´ kom-
presnı´ metodou forma´tu 7z programu 7-zip [25].
Range kode´r, neboli ko´dova´nı´ pomocı´ intervalu, vyuzˇı´va´ k zako´dova´nı´ vsˇech symbolu˚
zpra´vy pouze jedno cˇı´slo — narozdı´l naprˇı´klad od Huffmanova ko´dova´nı´, ktere´ kazˇde´mu
symbolu prˇirˇazuje urcˇitou bitovou reprezentaci (nejcˇasteˇji se opakujı´cı´m znaku˚m co nej-
me´neˇ bitu˚) a na vy´stup pak ukla´da´ postupneˇ za sebou odpovı´dajı´cı´ ko´dy. Dı´ky te´to
odlisˇnosti mu˚zˇe ko´dova´nı´ pomocı´ intervalu dosa´hnout lepsˇı´ch vy´sledku˚, nezˇ je hornı´
hranice jeden-bit-na-symbol u Huffmanova ko´dova´nı´ [15]. Ko´dova´nı´ pomocı´ intervalu je
matematicky ekvivalentnı´ k aritmeticke´mu ko´dova´nı´. Podrobneˇjsˇı´ informace o principu
te´to metody jsou dostupne´ naprˇı´klad v [15].
16
Markov-chain je matematicka´ metoda pro statisticke´ modelova´nı´. Podrobneˇjsˇı´ infor-
mace jsou k dispozici naprˇı´klad v [9].
3.2.4 PPM (Prediction by Partial Matching)
PPM [8] je adaptivnı´, statisticka´ metoda komprese dat, zalozˇena´ na modelech kontextu a
prˇedpovı´da´nı´ symbolu˚. Od sve´ho vzniku, tedy od 90. let minule´ho stoletı´, patrˇı´ PPM k
nejvı´ce efektivnı´m algoritmu˚m komprese textu˚ v prˇirozene´m jazyce. Jeho historie saha´
jesˇteˇ da´le, jeho drˇı´veˇjsˇı´mu rozsˇı´rˇenı´ bra´nil ale fakt, zˇe je velmi na´rocˇny´ na pameˇt’ove´
prostrˇedky. Jedna´ se take´ o cˇasoveˇ na´rocˇneˇjsˇı´ metodu a to se ty´ka´ jak komprese, tak i
dekomprese. Existuje neˇkolik variant te´to metody, neˇktere´ z nich implementujı´ naprˇı´klad
programy WinRAR nebo 7-zip.
Metoda PPM je zalozˇena na modelech [6, 8]. Kazˇdy´ z modelu˚ si udrzˇuje statistiky
doposud zhle´dnuty´ch symbolu˚ v kontextu prˇedcha´zejı´cı´ch symbolu˚. Kazˇdy´ model ma´
urcˇeno, kolik symbolu˚ si bude takto udrzˇovat. Cela´ metoda PPM pak udrzˇuje neˇkolik
teˇchto modelu˚ a kazˇdy´ z nich udrzˇuje ru˚zny´ pocˇet symbolu˚ — od nula symbolu˚ azˇ po
maxima´lnı´ pocˇet n, kde hodnota n prˇedstavuje stupenˇ PPM a znacˇı´ se typicky PPM(n).
Existujı´ take´ varianty, ktere´ nemajı´ pevneˇ stanoveny´ stupenˇ, nejsou tedy nijak limitova´ny
de´lkou kontextu, ty se oznacˇujı´ PPM*. Modely slouzˇı´ k vy´pocˇtu prˇedpoveˇdı´ toho, s jakou
pravdeˇpodobnostı´ se budou vyskytovat na´sledujı´cı´ symboly. Vypocˇtena´ pravdeˇpodob-
nost se pak pouzˇı´va´ k zako´dova´nı´ dane´ho symbolu pomocı´ aritmeticke´ho ko´dova´nı´. Po
zpracova´nı´ kazˇde´ho symbolu se model upravı´ tak, aby zachytil pra´veˇ zpracovany´ sym-
bol.
Prˇedpoveˇd’ pravdeˇpodobnosti pracuje na´sledovneˇ. Pokud je symbol nalezen v nej-
delsˇı´m kontextu, je pravdeˇpodobnost urcˇena jako relativnı´ cˇetnost symbolu v dane´m
kontextu. Pokud nenı´ v tomto kontextu symbol nalezen, pouzˇije se dalsˇı´ nejdelsˇı´ kon-
text. Prˇechod na jiny´ kontext je indikova´n za´pisem tzv. escape-znaku [6]. Tento proces se
opakuje do te´ doby, dokud nenı´ nalezena shoda, nebo dokud nenı´ k dispozici zˇa´dny´
dalsˇı´ kontext. V prˇı´padeˇ, zˇe jizˇ nelze pravdeˇpodobnost urcˇit z zˇa´dne´ho modelu, docha´zı´
k provedenı´ fixnı´ prˇedpoveˇdi.
Ru˚zne´ varianty PPM se lisˇı´ v tom, jak rˇesˇı´ problematiku urcˇenı´ pravdeˇpodobnosti
doposud nezna´my´ch symbolu˚. Neˇktere´ varianty teˇmto symbolu˚m prˇirˇazujı´ konstantneˇ
hodnotu 1. Varianta PPMd, kterou jsme vyuzˇili prakticky prˇi implementaci algoritmu˚
komprese XML, navysˇuje hodnotu pro kazˇdy´ doposud neshle´dnuty´ symbol o jedna a
pravdeˇpodobnost vy´skytu tohoto symbolu je pak vypocˇtena jako pomeˇr jedinecˇny´ch
symbolu˚ k celkove´mu pocˇtu doposud shle´dnuty´ch symbolu˚.
3.3 XML-Aware komprese
Metody komprese, ktere´ se prˇı´mo zameˇrˇujı´ na XML, vyuzˇı´vajı´ se´manticke´ informace
ulozˇene´ v XML datech. Tyto informace jsou v XML prˇı´tomny v podobeˇ znacˇek — ty da´va-
jı´ se´manticky´ vy´znam obsahu, ktery´ je v nich uzavrˇen. Za´kladnı´ mysˇlenka veˇtsˇiny teˇchto
kompresoru˚ je prˇipravit data XML souboru pro beˇzˇne´ kompresnı´ algoritmy tak, aby se
vyuzˇitı´m vlastnostı´ teˇchto algoritmu˚ dosa´hlo efektivneˇjsˇı´ komprese [1, 6, 14]. Existujı´
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i algoritmy, ktere´ se specializujı´ na kompresi struktury XML, prˇicˇemzˇ vyuzˇı´vajı´ sche´mat
XML (naprˇı´klad DTD), nicme´neˇ i ty prova´dı´ fina´lnı´ kompresi beˇzˇny´mi algoritmy [13].
XML-aware algoritmy lze rozdeˇlit do dvou za´kladnı´ch skupin — algoritmy s pod-
porou dotazova´nı´ a algoritmy bez podpory dotazova´nı´.
3.4 Komprese XML s podporou dotazova´nı´
Komprese s podporou dotazova´nı´ komprimuje vstupnı´ XML data a prˇi tom ponecha´-
va´ mozˇnost da´le s daty pracovat i v komprimovane´ podobeˇ. Motivace k pouzˇitı´ toho
principu komprese XML nemusı´ by´t cˇisteˇ z du˚vodu zmensˇenı´ datove´ na´rocˇnosti se za-
chova´nı´m dotazova´nı´. Pra´ce s komprimovany´mi daty a dekomprese pouze vybrany´ch
cˇa´stı´ XML mu˚zˇe by´t cˇasoveˇ me´neˇ na´rocˇneˇjsˇı´, nezˇ analy´za stejne´ho XML v nekompri-
movane´ podobeˇ. Typicky´mi prˇedstaviteli te´to kategorie jsou metody XGrind, XPRESS a
XQzip.
3.4.1 XGrind
XGrind je dle dostupny´ch materia´lu˚ jednı´m z prvnı´ch na´stroju˚, ktery´ se zacˇal zaby´vat
problematikou komprese XML s podporou dotazova´nı´. Podrobneˇjsˇı´ informace jsou k dis-
pozici v [21].
XGrind oddeˇluje strukturu od dat a strukturu ko´duje slovnı´kovy´m ko´dova´nı´m. U neˇj
ko´duje kazˇdou znacˇku jako T (tag) a atribut jako A na´sledovane´ jedinecˇny´m identi-
fika´torem. Pomocı´ tohoto identifika´toru se pak odkazuje do slovnı´ku, ktery´ obsahuje
pu˚vodnı´ u´plny´ za´pis znacˇky nebo na´zvu atributu. Koncove´ znacˇky se pak ko´dujı´ specia´l-
nı´m znakem, XGrind pouzˇı´va´ konkre´tneˇ symbol /. Prˇi dekompresi je koncova´ znacˇka
vzˇdy odvozena z kontextu11, nenı´ tedy nutne´ pro konkre´tnı´ koncove´ znacˇky vytva´rˇet
za´znamy ve slovnı´ku.
Ko´dova´nı´ struktury je homomorfnı´, to znamena´, zˇe komprimovany´ soubor je take´
strukturovany´. Tı´m pa´dem je mozˇne´ prohlı´zˇet jej a zpracova´vat stejny´mi na´stroji, jake´
se pouzˇı´vajı´ pro pra´ci s XML v beˇzˇne´ formeˇ [21]. Tento prˇı´stup ma´ neˇkolik vy´hod:
• U´pravy dokumentu lze prova´deˇt prˇı´mo v komprimovane´ verzi.
• Lze vyuzˇı´t osveˇdcˇene´ techniky vyvinute´ pro pra´ci s XML (analy´za cˇi dotazova´nı´).
• Komprimovanou verzi XML dat je mozˇne´ oveˇrˇit vu˚cˇi komprimovane´ verzi sche´-
matu XML dokumentu.
XGrind pracuje specificky s vy´cˇtovy´mi typy. K jejich identifikaci vyuzˇı´va´ DTD sche´ma
a ko´duje je pomocı´ log2K ko´dova´nı´, kde K je celkovy´ pocˇet hodnot dane´ dome´ny vy´cˇto-
ve´ho typu [21].
Data XGrind komprimuje pomocı´ bezkontextove´ komprese12. Bezkontextova´ kom-
prese umozˇnˇuje lokalizovat rˇeteˇzce prˇı´mo v komprimovany´ch datech bez nutnosti je
11Vzpomenˇme, zˇe well-formed XML dokumenty nedovolujı´ prˇekrˇı´zˇenı´ znacˇek.
12Bezkontextova´ komprese prˇirˇazuje ko´dy jednotlivy´m rˇeteˇzcu˚m tak, zˇe tyto ko´dy nejsou za´visle´ na
aktua´lnı´ pozici dane´ho rˇeteˇzce ve zdrojove´m souboru dat.
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prˇi jejich hleda´nı´ dekomprimovat. Toho se dosahuje jednoduchy´m zpu˚sobem, protozˇe
hledany´ rˇeteˇzec je nejdrˇı´ve komprimova´n stejnou metodou, jaka´ se pouzˇila prˇi kom-
presi vstupnı´ho souboru. Takto komprimovany´ rˇeteˇzec se pak prˇı´mo hleda´ v kompri-
movany´ch datech.
Proto XGrind vyuzˇı´va´ konkre´tneˇ neadaptivnı´ Huffmanovo ko´dova´nı´. Kontextove´13
algoritmy, jako naprˇı´klad LZ77, nejsou pro pouzˇitı´ v te´to situaci vhodne´. Pokud by se
pouzˇila kontextova´ komprese, dosˇlo by k na´ru˚stu rezˇie nutne´ k dekompresi kazˇde´ho
rˇeteˇzce prˇed jeho porovna´nı´m s hledanou hodnotou a prˇed provedenı´m samotne´ dekom-
prese by musela aplikace vyhodnotit pozici rˇeteˇzce v souboru a podle toho urcˇit prˇı´slusˇne´
ko´dova´nı´.
Pro zvy´sˇenı´ efektivity komprese pouzˇı´va´ XGrind prˇi ko´dova´nı´ rozdı´lne´ tabulky roz-
lozˇenı´ cˇetnosti znaku˚ a to zvla´sˇt’ pro jednotlive´ prvky a pro nevy´cˇtove´ atributy. Tı´m
zohlednˇuje se´mantiku dat, protozˇe jak jizˇ bylo neˇkolikra´t zmı´neˇno, data ulozˇena´ ve stejne´
strukturˇe by´vajı´ se´manticky prˇı´buzna´.
Architektura XGrind podporuje dotazova´nı´ v komprimovany´ch datech v za´vislosti
na typu dotazu. Dotazy na prˇesnou shodu, prˇi ktery´ch se hleda´ znacˇka nebo atribut
prˇesneˇ se shodujı´cı´ s hledany´m vy´razem a dotazy na shodu prefixu, prˇi ktery´ch se hleda´
prefix znacˇky odpovı´dajı´cı´ hledane´ hodnoteˇ. V obou prˇı´padech XGrind komprimuje cestu
dotazu a predika´t dotazu stejnou metodou, jakou pouzˇil prˇi kompresi dat. Dı´ky tomu, zˇe
se v obou prˇı´padech vyuzˇı´va´ bezkontextova´ komprese, odpovı´dajı´ ko´dovane´ hodnoty
dotazu prˇesneˇ hodnota´m v komprimovany´ch datech. XGrind vyuzˇı´va´ bajtove´ zarovna´nı´
(nikoliv bitove´), tzn. porovna´va´nı´ probı´ha´ vzˇdy na u´rovni bajtu˚, cozˇ je mnohem rychlejsˇı´
nezˇ prˇi operacı´ch s jednotlivy´mi bity, nicme´neˇ nenı´ tak efektivnı´. Teprve azˇ po nalezenı´
pozˇadovane´ho prvku docha´zı´ k jeho dekompresi. U dotazu˚ na cˇa´stecˇnou shodu a rozsah
komprimuje XGrind pouze cestu dotazu. Prˇi postupne´m pru˚chodu komprimovany´ch dat
pak vyhleda´va´ vsˇechny shody hledane´ cesty a teprve u odpovı´dajı´cı´ch prova´dı´ dekom-
presi hodnot a vyhodnocenı´ dotazu. Tento typ dotazu je tedy na´rocˇneˇjsˇı´ na vyhodnocenı´.
Dany´ zpu˚sob dotazova´nı´ nenı´ zcela optima´lnı´, jeho nedostatky jsou nastı´neˇny v kapi-
tole 3.4.3.
3.4.2 XPRESS
XPRESS je dalsˇı´m na´strojem pro kompresi XML z rodiny algoritmu˚ podporujı´cı´ch dota-
zova´nı´. Prˇi jeho na´vrhu vycha´zeli autorˇi prˇedevsˇı´m z vlastnostı´ na´stroje XGrind. XPRESS
prˇedstavil nove´, efektivneˇjsˇı´ metody komprese XML a optimalizoval principy dotazova´nı´
v komprimovany´ch datech [18].
XPRESS vyuzˇı´va´ automaticke´ odvozenı´ datovy´ch typu˚ a prova´dı´ jejich efektivnı´ ko´-
dova´nı´. Autorˇi se inspirovali XML-aware kompresorem XMill, ktery´ take´ umozˇnˇuje efek-
tivneˇ ko´dovat specificke´ datove´ typy (cela´ cˇı´sla atp.), nicme´neˇ XPRESS narozdı´l od XMill
prova´dı´ jejich automatickou detekci bez nutnosti uzˇivatelske´ho za´sahu. Podporuje cel-
kem sˇest se´manticky´ch kompresoru˚, jejichzˇ prˇehled zobrazuje tabulka 1. Se´manticke´ kom-
13Prˇi kontextove´ kompresi jsou generovane´ ko´dy za´visle´ na pozici symbolu ve vstupnı´ch datech.
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presory u8, u16, u32 a f32 jsou rozdı´love´ kode´ry cˇı´selny´ch hodnot a kompresory dict8 a
huff jsou urcˇene´ pro ko´dova´nı´ textu.
ko´d popis kompresoru
u8 ko´dova´nı´ cely´ch cˇı´sel, kde max−min < 27
u16 ko´dova´nı´ cely´ch cˇı´sel, kde 27 + 1 < max−min < 215
u32 ko´dova´nı´ cely´ch cˇı´sel, kde 215 + 1 < max−min < 231
f32 ko´dova´nı´ cˇı´sel s desetinnou cˇa´rkou
dict8 ko´dova´nı´ vy´cˇtovy´ch dat
huff Huffmanovo ko´dova´nı´ textovy´ch dat
Tabulka 1: Prˇehled se´manticky´ch kompresoru˚ na´stroje XPRESS
XPRESS komprimuje data bezkontextoveˇ — ko´dova´nı´ probı´ha´ bez za´vislosti na je-
jich pozici v souboru. To opeˇt umozˇnˇuje prova´deˇt dotazova´nı´ prˇı´mo v komprimovany´ch
datech. Vy´stup je, stejneˇ jako u XGrind, homomorfnı´ [18].
XPRESS oddeˇluje strukturu od dat. Oproti ostatnı´m algoritmu˚m, popsany´ch v tomto
textu, ale zcela jinak prˇistupuje k jejı´mu ko´dova´nı´. XPRESS nevyuzˇı´va´ slovnı´kove´ ko´do-
va´nı´, ale reverznı´ aritmeticke´ ko´dova´nı´. Prˇi neˇm prˇirˇazuje kazˇde´ cesteˇ, nebo jejı´ podmnozˇineˇ,
jednoznacˇny´ interval v rozmezı´ <0.0, 1.0). Reverznı´ aritmeticke´ ko´dova´nı´ rozdeˇluje cely´
interval na subintervaly a jednotlive´ subintervaly jsou prˇirˇazeny prvku˚m. Kazˇde´mu sub-
intervalu je prˇirˇazen pra´veˇ jeden prvek. Velikost kazˇde´ho intervalu je u´meˇrna´ cˇetnosti
prvku (v pomeˇru k celkove´ cˇetnosti prvku˚). Podrobnosti postupu vy´pocˇtu intervalu jsou
k dispozici naprˇı´klad v [18].
Vyhodnocenı´ cesty dotazu pak prˇedstavuje vyhodnocenı´ intervalu˚. Procesor dotazu
prˇevede cestu dotazu (posloupnost prvku˚ od korˇene k aktua´lnı´mu prvku) na interval
stejny´m zpu˚sobem, jaky´m to provedl u cest beˇhem komprese XML. Pote´ vyhleda´ ty
prvky, ktere´ odpovı´dajı´ dane´ cesteˇ podle toho, zda interval cesty dotazu lezˇı´ v intervalu
cesty prvku. Vyhodnocenı´ dotazu pak probı´ha´ pouze u prvku˚, ktere´ odpovı´dajı´ hledane´
cesteˇ. Tento postup je tedy efektivneˇjsˇı´, nezˇ v prˇı´padeˇ XGrind, ktery´ porovna´va´ kazˇdou
cestu. Nicme´neˇ ani tento zpu˚sob nenı´ zcela optima´lnı´, jak je popsa´no v na´sledujı´cı´ kapi-
tole 3.4.3.
3.4.3 XQzip
Autorˇi XQzip si vsˇimli u kompresnı´ch algoritmu˚ XGrind a XPRESS neˇkolika nedostatku˚
a navrhli dalsˇı´ metodu komprese XML s podporou dotazova´nı´. XQZip rˇesˇı´ efektivneˇjsˇı´m
ko´dova´nı´m struktury jak samotnou kompresi, tak i efektivneˇjsˇı´ dotazova´nı´. Pro zvy´sˇenı´
efektivity take´ pracuje s vyrovna´vacı´ pameˇtı´, pomocı´ ktere´ zrychluje prova´deˇnı´ opako-
vany´ch cˇi podobny´ch dotazu˚ [7].
Nejdrˇı´ve k problematicky´m partiı´m XGrind a XPRESS. XGrind musı´ prˇi vyhodno-
cenı´ dotazu procha´zet cely´ dokument a u kazˇde´ho zako´dovane´ho prvku cˇi atributu musı´
porovna´vat jeho cestu s cestou dotazu. Pokud se cesty shodujı´, dotaz se vyhodnotı´. Prˇi
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prova´deˇnı´ dotazu tak musı´ projı´t cely´ soubor a porovna´vat jednotlive´ cesty. XPRESS rˇesˇı´
tuto problematiku pomocı´ reverznı´ho aritmeticke´ho ko´dova´nı´, ktere´ odstranˇuje nutnost
porovna´vat kazˇdou cestu, protozˇe se s vyuzˇitı´m intervalu˚ vybere pouze odpovı´dajı´cı´
podmnozˇina cest. Nicme´neˇ i zde je nutne´ da´le vyhodnotit cestu kazˇde´ho prvku te´to
podmnozˇiny a tato podmnozˇina mu˚zˇe by´t sta´le velmi obsa´hla´ (prˇedevsˇı´m u rozsa´hly´ch
XML dokumentu˚, u ktery´ch se cˇasto opakuje stejna´ struktura). XGrind i XPRESS vytva´rˇı´
homomorfnı´ vy´stup, ktery´ je stejneˇ strukturovany´ jako vstup, cozˇ ma´ prˇes zminˇovane´
vy´hody i jednu nevy´hodu — pokud se v dokumentu objevuje vı´ce dat umı´steˇny´ch ve
stejne´ strukturˇe, docha´zı´ k na´ru˚stu dat samotne´ struktury, protozˇe se ulozˇenı´ struktury
nijak neoptimalizuje [7].
XQzip rˇesˇı´ oba uvedene´ proble´my zavedenı´m struktury SIT (Structure Index Tree),
dı´ky ktere´ docha´zı´ k odstraneˇnı´ duplikovany´ch struktur. Pomocı´ hashovacı´ch tabulek
pak prˇirˇazuje komprimovane´ bloky dat jednotlivy´m prvku˚m te´to struktury. XQzip doka´-
zˇe efektivneˇji vyhodnocovat dotazy, protozˇe nemusı´ prohleda´vat celou pu˚vodnı´ struk-
turu, ale pouze optimalizovanou v podobeˇ SIT [7]. XQzip podporuje sˇirsˇı´ sˇka´lu XPath
dotazu˚ [7], nabı´zı´ tak rozsa´hlejsˇı´ mozˇnosti dotazovanı´ v komprimovany´ch datech, nezˇ
jak je tomu u XGrind cˇi XPRESS. Dalsˇı´ optimalizacˇnı´ technikou, kterou XQzip vyuzˇı´va´, je
buffer-pool, ktery´ v pameˇti udrzˇuje poslednı´ dekomprimovane´ bloky dat, cˇı´mzˇ se cˇa´stecˇneˇ
odstranˇuje rezˇie potrˇebna´ pro opakovanou dekompresi dat u podobny´ch cˇi stejny´ch dota-
zu˚.
Dalsˇı´ podrobnosti o XQzip jsou k dispozici naprˇı´klad v [7].
3.5 Komprese XML bez podpory dotazova´nı´
Kategorie kompresnı´ch algoritmu˚ bez podpory dotazovanı´ zahrnuje ty algoritmy, ktere´
komprimujı´ XML data s vyuzˇitı´m se´manticky´ch informacı´ (zı´skany´ch ze struktury XML).
Pokud ale chceme s daty pracovat, musı´me je nejdrˇı´ve jako celek dekomprimovat, pak
zpracovat a na´sledneˇ opeˇt jako celek komprimovat. Do te´to kategorie patrˇı´ naprˇı´klad
XMill, MHMPPM (XMLPPM), SCMPPM a Xml Structure Compression.
Prvnı´ trˇi prˇedstavitele´ — XMill, XMLPPM a SCMPPM — pracujı´ na stejne´m principu.
Zpracova´vajı´ a prˇipravujı´ XML data tak, aby vyuzˇili co nejvı´ce vlastnostı´ kompresnı´ch
algoritmu˚, ktere´ pouzˇı´vajı´ k fina´lnı´ kompresi. Mezi ty patrˇı´ prˇedevsˇı´m GZip, BZip2 a
PPM.
Metoda Xml Structure Compression se nezaby´va´ kompresı´ samotny´ch dat, ale speciali-
zuje se na efektivnı´ ko´dova´nı´ struktury. K tomu vyuzˇı´va´ sche´mata XML, konkre´tneˇ DTD.
3.5.1 XMill
XMill [14] patrˇı´ mezi nejzna´meˇjsˇı´ prˇedstavitele te´to kategorie kompresnı´ch algoritmu˚.
Jako jeden z prvnı´ch pouzˇil mysˇlenku komprimovat XML oddeˇlenı´m struktury od dat a
data seskupit podle jejich se´manticke´ prˇı´buznosti. Struktura se ko´duje pomocı´ slovnı´kove´ho
ko´dova´nı´, znacˇky a na´zvy atributu˚ jsou tedy mı´sto neusta´le´ho vypisova´nı´ nahrazeny
odkazy do slovnı´ku. Uzˇ jen tento zpu˚sob ko´dova´nı´ zarucˇı´ snı´zˇenı´ datove´ na´rocˇnosti
ko´dovany´ch dat. Data se ukla´dajı´ oddeˇleneˇ, seskupena´ podle se´manticke´ho vy´znamu
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(jinak rˇecˇeno podle jejich umı´steˇnı´ v XML), a pak se komprimujı´ neˇktery´m z beˇzˇny´ch al-
goritmu˚. Pu˚vodnı´ verze XMill podporuje metody Deflate, BZip2 a PPM. Tomuto na´stroji
se v te´to diplomove´ pra´ci veˇnujeme podrobneˇji a jeho popisu je veˇnova´na specia´lnı´ kapi-
tola, konkre´tneˇ kapitola 4.
3.5.2 MHMPPM (XMLPPM)
MHMPPM (Multiplexed Hierarchical Modeling based on Prediction by Parital Match) [6] prˇed-
stavuje dalsˇı´ zpu˚sob komprese XML zalozˇeny´ na obdobne´m principu, jaky´ pouzˇı´va´ XMill.
Rozdı´l mezi nimi je prˇedevsˇı´m ve zpu˚sobu ko´dova´nı´ struktury a samotny´ch dat.
MHMPPM je zalozˇen na pouzˇitı´ metody PPM [6]. MHMPPM pracuje dvoufa´zoveˇ. V
prvnı´ fa´zi probı´ha´ ko´dova´nı´ vstupnı´ho XML metodou ESAX (Encoded SAX) a v druhe´
fa´zi je vy´stup ESAX ko´dova´n pomocı´ metody PPM.
Beˇhem prvnı´ch experimentu˚ se autorˇi zameˇrˇili na odlisˇny´ zpu˚sob ko´dova´nı´, nezˇ jaky´
pouzˇı´va´ XMill. Zvolili ESAX, ktery´ je zalozˇen na SAX modelu, kdy se jednotlive´ uda´losti
vyvola´vane´ SAX analyza´torem ko´dujı´ dle na´sledujı´cı´ho postupu. Jednotlive´ uda´losti (za-
cˇa´tek znacˇky, konec znacˇky, atributy, pozna´mky, . . . ) se ko´dujı´ jako sekvence bajtu˚. Prˇi
jejich tvorbeˇ si kode´r a dekode´r udrzˇujı´ konzistentnı´ tabulky symbolu˚. V prˇı´padeˇ, zˇe
kode´r narazı´ na novy´, dosud nezna´my´ symbol, prˇirˇadı´ mu novy´ ko´d a ten zapı´sˇe do
vy´stupu. Ihned za kazˇdy´ novy´ ko´d pak zapı´sˇe jeho samotnou hodnotu. Prˇi opakovane´m
ko´dova´nı´ stejne´ho symbolu (rˇeteˇzce) se pak do vy´stupu zapisuje pouze dany´ ko´d.
Uka´zku ko´dova´nı´ pomocı´ ESAX si uka´zˇeme na prˇı´kladu na´sledujı´cı´ znacˇky [6]:
<elt att ="asdf">XYZ</elt>
Nynı´ budeme prˇedpokla´dat, zˇe kode´r jizˇ v minulosti narazil na znacˇku<elt> a prˇirˇa-
dil ji ko´d 10. Naopak na atribut att v tuto chvı´li narazı´ poprve´ a prˇirˇadı´ mu prvnı´ dostup-
ny´ volny´ ko´d pro atributy, cozˇ je 0D. Vy´sledek ko´dova´nı´ pak bude na´sledujı´cı´ [6]:
<elt | att = | "asdf" | > | XYZ | </elt>
10| 0D a t t 00 | a s d f 00 | FF | FE X Y Z 00 | FF
Takto ko´dovany´ vy´stup je beˇhem druhe´ fa´ze komprimova´n metodou PPM nebo jinou
dostupnou metodou komprese dat.
Dalsˇı´m vylepsˇenı´m algoritmu bylo pouzˇitı´ metody Multiplexed Hierarchical Modeling.
U pu˚vodnı´ varianty vyuzˇı´val ESAX beˇhem ko´dova´nı´ pouze jeden model, pomocı´ ktere´-
ho postupneˇ zapisoval ko´dovana´ data. Nova´ metoda pouzˇı´va´ celkem cˇtyrˇi modely, mezi
ktery´mi prˇepı´na´14 a do ktery´ch zapisuje vy´stup. Jedna´ se o modely pro na´zvy prvku˚ a
atributu˚, strukturu prvku˚, atributy a rˇeteˇzce. Kazˇdy´ model si pak udrzˇuje svu˚j vlastnı´ stav,
ale vsˇechny cˇtyrˇi modely sdı´lejı´ spolecˇny´ aritmeticky´ kode´r [6].
Na´sˇ drˇı´ve uvedeny´ prˇı´klad by se do jednotlivy´ch modelu˚ rozdeˇlil a zako´doval na´sle-
dovneˇ [6]:
14Odtud na´zev multiplexed.
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| <elt | att = | "asdf" | > | XYZ | </elt>
Prvky: |10 | | | | FE | FF
Att: | | 0D | a s d f 00 | FF | |
Znaky: | | | | | X Y Z | 00 | |
Symb: | | a t t | 00 | | | |
Pouzˇitı´m neˇkolika od sebe oddeˇleny´ch modelu˚ se dosahuje lepsˇı´ch vy´sledku˚ predikce
pravdeˇpodobnosti symbolu˚ a dosahuje se tak efektivneˇjsˇı´ komprese. MHMPPM vyuzˇı´va´
jesˇteˇ dalsˇı´ optimalizacˇnı´ techniky, kdy do jednotlivy´ch modelu˚ vkla´da´ dalsˇı´ pomocne´
informace, aby metoda PPM dosa´hla jesˇteˇ lepsˇı´ch vy´sledku˚. Podrobnosti v [6].
3.5.3 SCMPPM
Dalsˇı´ metodou komprese XML vyuzˇı´vajı´cı´ PPM je SCMPPM (Structural Contexts Model
and Prediction by Partial Matching). Kombinuje obecny´ model pro kompresi strukturova-
ny´ch dokumentu˚ SCM (Structural Context Model) a kompresnı´ techniku PPM (Predic-
tion by Partial Matching) [1].
SCM je obecny´ model komprese strukturovany´ch dokumentu˚, ktery´ vycha´zı´ z my-
sˇlenky, zˇe informace ulozˇene´ ve stejne´ strukturˇe budou mı´t velmi podobnou slovnı´kovou
distribuci a naopak, zˇe informace ulozˇene´ v odlisˇne´ strukturˇe budou mı´t tuto distribuci
odlisˇnou [1]. I zde se tedy prˇedpokla´da´, zˇe data ve stejne´ strukturˇe jsou se´manticky
prˇı´buzna´ a jejich seskupenı´m se bude dosahovat lepsˇı´ch vy´sledku˚ komprese. Mohou ale
existovat i prˇı´pady, zˇe i data z odlisˇny´ch struktur jsou se´manticky prˇı´buzna´. Prˇedstavme
si informace o knizˇnı´ch za´znamech, kde mohou by´t informace o autorovi knihy a da´le
informace o lidech, kterˇı´ knihy neˇjaky´m zpu˚sobem revidovali nebo hodnotili — vsˇechny
tyto za´znamy, byt’ umı´steˇne´ v jine´ strukturˇe, obsahujı´ jme´na lidı´. Proto SCM prova´dı´
heuristicke´ slucˇova´nı´ se´manticky prˇı´buzny´ch skupin do spolecˇne´ho kontextu [1].
SCMPPM udrzˇuje PPM model pro kazˇdy´ kontext. Ty se vytva´rˇı´ a udrzˇujı´ pro kazˇdou
strukturu. Beˇhem pru˚chodu skrz XML pak SCMPPM mezi jednotlivy´mi modely prˇepı´na´
a zapisuje do nich data. Ko´dova´nı´ vy´stupu pouzˇı´va´ sdı´leny´ aritmeticky´ kode´ru. SCMPPM
obsahuje vzˇdy jeden vy´chozı´ model. Pseudoko´d prˇepı´na´nı´ modelu˚ je uveden na vy´pisu
algoritmu 5.
SCMPPM pracuje na velmi podobne´m principu jako XMill. Dalsˇı´ podrobnosti o te´to
metodeˇ jsou k dispozici prˇedevsˇı´m v [1].
3.5.4 Komprese struktury XML
Doposud popsane´ metody komprese XML se zameˇrˇujı´ na vyuzˇitı´ se´manticky´ch infor-
macı´ prˇı´tomny´ch v XML datech k seskupenı´ se´manticky prˇı´buzny´ch dat a na´sledneˇ je-
jich kompresi neˇktery´m z beˇzˇny´ch kompresnı´ch algoritmu˚. Strukturu ko´dujı´ s vyuzˇitı´m
slovnı´kove´ho ko´dova´nı´, ktere´ ale nijak da´le neoptimalizujı´. Xml Structure Compression
[13] (komprese struktury Xml) se zaby´va´ prˇedevsˇı´m mozˇnostı´ efektivneˇji ko´dovat struk-
turu XML a to v prˇı´padeˇ, zˇe je k dispozici ke konkre´tnı´mu jazyku jeho sche´ma DTD.
Document Type Definition (DTD) definuje strukturu XML dokumentu tı´m, zˇe urcˇuje
seznam povoleny´ch prvku˚ a atributu˚. DTD lze vlozˇit prˇı´mo do XML (inline), nebo jej lze
pouzˇı´t pomocı´ reference na externı´ soubor [30].
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Algoritmus 5 Prˇepı´na´nı´ modelu˚ MHMPPM
1: aktualniModel← defaultModel
2: while existuje slovo ke zpracova´nı´ do
3: slovo← prectiDalsiSlovo()
4: for all symbol ze slovo do
5: kodujDekduj(symbol, aktualniModel)
6: end for
7: if slovo je <otevı´racı´ znacˇka> then
8: ulozNaZasobnik(aktualniModel)
9: aktualniModel← modelProSlovo
10: else
11: if slovo je <koncova´ znacˇka> then
12: aktualniModel← vyzvedniModelZeZasobniku()
13: end if
14: end if
15: end while
<!ELEMENT book (author, title, chapter+) >
<!ELEMENT chapter (title, (paragraph|figure)+) >
<!ELEMENT author (#PCDATA) >
<!ELEMENT title (#PCDATA) >
<!ELEMENT paragraph (#PCDATA) >
<!ELEMENT figure (EMPTY) >
Obra´zek 3: Prˇı´klad DTD [13]
Princip komprese je na´sledujı´cı´ — eliminovat informace definovane´ ve sche´matu,
ktere´ se nacha´zejı´ redundantneˇ take´ v samotne´m XML souboru. Komprese struktury
pracuje s DTD sche´matem, ze ktere´ho jeho analy´zou zı´ska´va´ charakteristiku XML doku-
mentu˚, ktere´ jsou vu˚cˇi neˇmu validnı´. Tyto informace pak pouzˇı´va´ k efektivnı´mu ko´dova´nı´
struktury konkre´tnı´ho XML dokumentu.
Postup komprese si uka´zˇeme na jednoduche´m prˇı´kladu. Vzorove´ sche´ma DTD je
zna´zorneˇno na obra´zku 3, vu˚cˇi neˇmu validnı´ vzorova´ XML data jsou pak zobrazena na
obra´zku 4 (pro spra´vnou kompresi je nutne´, aby konkre´tnı´ XML data byla vu˚cˇi DTD
validnı´). Dane´ DTD sche´ma popisuje celkem sˇest prvku˚. Naprˇı´klad u prvku book speci-
fikuje, zˇe jeho prvnı´ podrˇı´zeny´ prvek bude prvek author, druhy´ title a da´le bude na´sle-
dovat jeden nebo vı´ce prvku˚ chapter. Prvek chapter pak jako svu˚j podrˇı´zeny´ prvek musı´
obsahovat prvek title, za ktery´m musı´ na´sledovat jeden nebo vı´ce prvku˚ paragraph nebo
figure. Podrobne´ informace o pravidlech za´pisu DTD jsou k dispozici naprˇı´klad v [30].
Vzhledem k uvedeny´m pravidlu˚m patrny´ch z DTD, nenı´ nutne´ ko´dovat neˇktere´ in-
formace prˇı´mo do struktury XML. Naprˇı´klad prvek book musı´ obsahovat jako sve´ pod-
rˇı´zene´ prvky author a title v dane´m porˇadı´. Proto je nutne´ do vy´stupu zako´dovat pouze
informaci o pocˇtu na´sledujı´cı´ch prvku˚ paragraph nebo figure. V nasˇem prˇı´padeˇ tedy hod-
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<book>
<author>Darrell Huff</author>
< title>How to Lie with Statistics</ title >
<chapter>
< title>Introduction</ title>
<figure ... />
<paragraph>With prospects of ...</paragraph>
<paragraph>Then a Sunday newspaper ...</paragraph>
[ 8 more paragraphs ]
</chapter>
<chapter>
< title>The Sample with the Built−in Bias</title>
[ 53 paragraphs and 7 figures ]
</chapter>
</book>
Obra´zek 4: Prˇı´klad XML pro kompresi pomocı´ DTD [13]
notu 11 (dekadicky), cozˇ odpovı´da´ soucˇtu jednoho prvku figure a deseti prvku˚ para-
graph. Analogicky postupujeme pro dalsˇı´ prvky. Beˇhem fa´ze dekomprese se k odvozenı´
pouzˇity´ch pravidel pouzˇije opeˇt dane´ DTD (ktere´ je soucˇa´stı´ komprimovany´ch dat).
Komprimovany´ vy´stup se pak skla´da´ celkem ze trˇı´ cˇa´stı´ — DTD, ko´dovane´ struk-
tury a dat. Ke kompresi dat lze pouzˇı´t neˇkterou z metod, kterou vyuzˇı´vajı´ drˇı´ve popsane´
kompresory XML.
Podrobnosti a prˇı´klady komprese struktury jsou da´le k dispozici v [13].
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4 XMill
XMill [14] je specializovany´ na´stroj pro kompresi XML dat. Za´kladnı´m principem jeho
komprese je zpracova´nı´ a prˇı´prava XML dat tak, aby existujı´cı´ kompresnı´ algoritmy
dosa´hli lepsˇı´ch vy´sledku˚, nezˇ jake´ dosahujı´ prˇi kompresi XML jako celku. K prˇı´praveˇ
dat se vyuzˇı´vajı´ se´manticke´ informace prˇı´tomne´ v XML datech — znacˇky, ktere´ urcˇujı´
vy´znam obsahu v nich uzavrˇene´m.
XMill je zalozˇeny´ na knihovneˇ zlib (podporuje tedy kompresi pomocı´ GZip a BZip2)
a vyuzˇı´va´ neˇkolik vlastnı´ch se´manticky´ch kompresoru˚. Architektura XMill navı´c umozˇnˇuje
rozsˇı´rˇenı´ o dalsˇı´ uzˇivatelsky definovane´ kompresory pro komplexnı´ a specificka´ data
ru˚zny´ch aplikacı´ [14].
XMill vycha´zı´ z toho, zˇe slovnı´kove´ algoritmy dosahujı´ u´speˇsˇne´ komprese u dat, je-
jichzˇ slovnı´kove´ rozlozˇenı´ je podobne´. XMill prˇedpokla´da´, zˇe data umı´steˇna´ uvnitrˇ stejne´
struktury jsou se´manticky prˇı´buzna´ — naprˇı´klad vsˇechna data umı´steˇna´ ve strukturˇe
<book><author> budou obsahovat jme´na autoru˚ knihy — a tudı´zˇ budou mı´t podobne´
slovnı´kove´ rozlozˇenı´ [14].
Vedle prˇı´pravy dat seskupova´nı´m se´manticky prˇı´buzny´ch prvku˚, ktere´ probı´ha´ au-
tomaticky na za´kladeˇ struktury XML dokumentu, umozˇnˇuje XMill da´le rucˇneˇ doladit
parametry komprese uzˇivatelsky´m za´sahem dle jeho osobnı´ch znalostı´ komprimovane´ho
XML, prˇedevsˇı´m jeho struktury. Jednou z mozˇnostı´ je u´prava automaticke´ho seskupova´nı´
se´manticky prˇı´buzny´ch dat. Typicky´ je jizˇ zmı´neˇny´ prˇı´klad se jme´ny autoru˚ knizˇnı´ch
titulu˚, ke ktery´m mu˚zˇeme prˇidat dalsˇı´ jme´na lidı´, kterˇı´ se na prˇı´praveˇ knih neˇjaky´m
zpu˚sobem podı´leli. Tyto informace jsou ale veˇtsˇinou k dispozici v jine´ strukturˇe, naprˇı´klad
v <book><reviewer>, ale protozˇe se sta´le jedna´ o jme´na, bude vhodne´ je seskupit a
komprimovat jako jednu skupinu.
K dosazˇenı´ efektivneˇjsˇı´ komprese vyuzˇı´va´ XMill typoveˇ za´visle´ kompresory15. Po-
mocı´ nich se snazˇı´ ko´dovat specificke´ informace do efektivneˇjsˇı´ bina´rnı´ podoby. XMill ne-
nabı´zı´ automatickou detekci datovy´ch typu˚16, ale necha´va´ definici na uzˇivateli. Uzˇivatel
tak mu˚zˇe urcˇit dvojici struktura-datovy´ typ a beˇhem komprese je text v dane´ strukturˇe
analyzova´n a prˇeveden na odpovı´dajı´cı´ datovy´ typ v bina´rnı´ podobeˇ. Zcela prˇirozene´ je
pouzˇı´t tuto mysˇlenku na cˇı´selne´ hodnoty. XMill nabı´zı´ celkem osm vestaveˇny´ch se´man-
ticky´ch kompresoru˚, jejich seznam je uveden v tabulce 2.
Se´manticke´ kompresory je mozˇne´ da´le kombinovat. K dispozici jsou sekvencˇnı´, strˇı´davy´
a opakovany´ kompresor. Sekvencˇnı´ kompresor lze pouzˇı´t naprˇı´klad ke ko´dova´nı´ IP adres17.
Vzhledem k forma´tu IP adresy (cˇtyrˇi cˇı´sla v rozsahu 0–255, oddeˇlena´ navza´jem tecˇkou,
naprˇı´klad 192.168.10.50) je mozˇne´ zako´dovat ji jako cˇtverˇici jednobajtovy´ch hodnot. Vy´cˇet
vsˇech sekvencˇnı´ch kompresoru˚ je uveden v tabulce 3.
Architektura XMill umozˇnˇuje rozsˇı´rˇit nabı´dku se´manticky´ch kompresoru˚ pomocı´ uzˇi-
vatelsky´ch kompresoru˚. Ty se k XMill prˇipojujı´ pomocı´ specializovane´ho API18 rozhranı´
SCAPI (Semantic Compressor API). Vy´hodou pouzˇitı´ vlastnı´ch se´manticky´ch kompresoru˚
15Neˇkdy oznacˇovane´ jako se´manticke´ kompresory.
16Automatickou detekci vyuzˇı´va´ naprˇı´klad na´stroj pro kompresi dat s podporou dotazova´nı´ XPRESS
17IP adresa identifikuje sı´t’ove´ rozhranı´ v pocˇı´tacˇove´ sı´ti prˇi pouzˇitı´ IP protokolu.
18Application Programming Interface, rozhranı´ pro programova´nı´ aplikacı´.
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ko´d popis kompresoru
t Vy´chozı´ textovy´ kompresor
u Kompresor pro kladna´ cela´ cˇı´sla
i Kompresor pro cela´ cˇı´sla
u8 Kompresor pro cˇı´sla mensˇı´ nezˇ 256
di Kompresor rozdı´lu˚ cely´ch cˇı´sel
rl Run-length kode´r
e Kode´r vy´cˇtovy´ch typu˚ (enumeration)
... Kompresor konstant
Tabulka 2: Standardnı´ se´manticke´ kompresory XMill
ko´d popis kompresoru
seq Sekvencˇnı´ kompresor seq(s1 s2 . . . ).
alt Strˇı´davy´ kompresor or(s1 s2).
rep Opakovany´ kompresor rep(ds), kde d je oddeˇlovacˇ a s se´-
manticky´ kompresor.
Tabulka 3: Kombinovane´ kompresory XMill
mu˚zˇe by´t prˇesne´ cı´lenı´ komprese na specifickou dome´nu. Prˇi jejich pouzˇitı´ se ale sta´va´
komprimovany´ soubor za´visly´ na dane´m kompresoru a nenı´ bez neˇj mozˇne´ prove´st
dekompresi.
Dalsˇı´ podrobnosti o se´manticky´ch kompresorech a jejich kombinova´nı´ jsou k dispo-
zici v [14].
4.1 Architektura XMill
Architektura XMill je postavena na trˇech za´kladech. Prvnı´m je oddeˇlenı´ struktury od
dat, druhy´m seskupenı´ se´manticky prˇı´buzny´ch dat a trˇetı´m komprese pomocı´ exis-
tujı´cı´ch kompresnı´ch algoritmu˚. Model architektury je zna´zorneˇn na obra´zku 5 [14].
Nynı´ si popı´sˇeme za´kladnı´ prvky architektury.
SAX parser analyzuje vstupnı´ XML data a identifikuje strukturu a obsah XML dat.
Analyzovane´ cˇa´sti posı´la´ da´le ke zpracova´nı´ do Path Procesoru.
Path procesor je zodpoveˇdny´ za mapova´nı´ jednotlivy´ch elementu˚ zı´skany´ch ze SAX
parseru do odpovı´dajı´cı´ch kontejneru˚. Path Processor lze ovlivnit definova´nı´m uzˇiva-
telsky´ch vy´razu˚, cozˇ je v podstateˇ vlastnı´ definice se´manticky prˇı´buzny´ch dat.
Kontejnery obsahujı´ data a jsou vytva´rˇeny dle potrˇeby. Path Processor rozhoduje o
tom, zda dany´ prvek umı´stı´ do jizˇ existujı´cı´ho kontejneru, nebo zda vytvorˇı´ kontejner
novy´. Ke kazˇde´mu kontejneru je prˇirˇazen pra´veˇ jeden se´manticky´ kompresor. Existujı´
take´ specia´lnı´ kontejnery, jako naprˇı´klad kontejner struktury.
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Obra´zek 5: Model architektury XMill [14]
Se´manticky´ kompresor je zodpoveˇdny´ za analy´zu dat vstupujı´cı´ch do kontejneru a je-
jich ulozˇenı´ v odpovı´dajı´cı´m datove´m forma´tu19. Za´kladnı´m se´manticky´m kompresorem
je textovy´ kompresor, ktery´ vstupnı´ data vu˚bec neupravuje a umı´st’uje je prˇı´mo do kontej-
neru˚ jako rˇeteˇzce. Prˇehled vsˇech se´manticky´ch kompresoru˚ ukazuje tabulka 2. Naprˇı´klad
se´manticky´ kompresor pro celocˇı´selne´ hodnoty vstupnı´ data analyzuje a prˇeva´dı´ na bi-
na´rnı´ hodnotu. V prˇı´padeˇ, zˇe analy´za se´manticky´m kompresorem selzˇe, prˇeda´ se hod-
nota dalsˇı´mu, v hierarchii nadrˇı´zene´mu se´manticke´mu kompresoru. Na vrcholu hierar-
chie je vy´chozı´ textovy´ kompresor, tzn. zˇe nejpozdeˇji zde se podarˇı´ danou hodnotu do
neˇktere´ho z kontejneru˚ umı´stit.
Komprese dat probı´ha´ nad pameˇt’ovy´m oknem20. Pameˇt’ove´ okno je kompresorem re-
zervovana´ pameˇt’, do ktere´ se postupneˇ zapisujı´ doposud zpracovane´ informace. Ve-
likost pameˇt’ove´ho okna je volitelna´. Standardnı´ XMill pracuje ve vy´chozı´m nastavenı´
s pameˇt’ovy´m oknem o velikosti 8MB, nasˇi implementaci SXMill jsme prˇi experimentech
nejcˇasteˇji pouzˇı´vali s velikostı´ okna 32MB21. Jakmile dojde k zaplneˇnı´ pameˇt’ove´ho okna,
prˇejde se k fa´zi komprese tohoto okna. Beˇhem nı´ se postupneˇ komprimujı´ jednotlive´ cˇa´sti
okna — kontejnery. Kazˇdy´ kontejner je komprimova´n zvla´sˇt’ do samostatne´ho kompri-
movane´ho bloku dat a to pomocı´ urcˇene´ho kompresoru (gzip, bzip2, ppmdi atd.). Takto
komprimovane´ bloky se postupneˇ za sebou ukla´dajı´ na vy´stup. Obecneˇ by komprimova-
19Naprˇı´klad prˇevod cele´ho cˇı´sla z textove´ podoby do bina´rnı´.
20Memory window v terminologii XMill.
21Velikost pameˇt’ove´ho okna ma´ vliv na u´cˇinnost komprese u modernı´ch textovy´ch kompresoru˚, vı´ce viz
vy´sledky testova´nı´.
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Typ Prˇı´klad
(1) Otevı´racı´ znacˇky <items>; <item>; <batters>; ...
(2) Na´zvy atributu˚ id; type
(3) Hodnoty (data) 0001; Cake; 1001; Regular; 5001; None, ...
(4) Koncove´ znacˇky </batters>; </item>; </items>; ...
Tabulka 4: XMill – prˇehled cˇa´stı´ uka´zkove´ho fragmentu XML
ny´ soubor mohl obsahovat bloky komprimovane´ ru˚zny´mi kompresory (za prˇedpokladu,
zˇe kazˇdy´ blok je uvozen hlavicˇkou — cozˇ standardneˇ je), nicme´neˇ v praxi se vyuzˇı´va´ v
ra´mci jednoho souboru pouze jedna kompresnı´ metoda.
Pameˇt’ove´ okno je rezervovane´ mı´sto v pameˇti, do ktere´ho XMill ukla´da´ ko´dovana´
data. Umı´st’uje se zde hlavicˇka, kontejner struktury, datove´ a dalsˇı´ specia´lnı´ kontejnery.
V okamzˇiku zaplneˇnı´ pameˇt’ove´ho okna, poprˇ. po dosazˇenı´ konce vstupnı´ho XML soubo-
ru, vznika´ beˇh, ktery´ je ihned komprimova´n a zapsa´n na vy´stup.
Beˇh22 je termı´n, ktery´m se oznacˇujı´ data jednoho pameˇt’ove´ho okna. Vy´stupnı´ kom-
primovany´ soubor se skla´da´ z jednoho nebo vı´ce po sobeˇ na´sledujı´cı´ch beˇhu˚.
4.2 Prˇı´klad ko´dova´nı´ uka´zkove´ho XML
Prˇi zpracova´nı´ vstupnı´ho souboru prova´dı´ XMill neˇkolik operacı´, jejichzˇ vy´sledkem je
vy´stup se´rie komprimovany´ch dat. Princip komprese si uka´zˇeme na prˇı´kladu XML, ktery´
je uveden na obra´zku 6. V tabulce 4 je uveden prˇehled cˇa´stı´ vyskytujı´cı´ch se v uvedene´m
XML. Prˇi zpracova´nı´ vstupnı´ch dat prova´dı´ XMill postupneˇ tyto operace:
1. Oddeˇlenı´ struktury od dat.
2. Zpracova´nı´ dat se´manticky´mi kompresory.
3. Umı´steˇnı´ dat do odpovı´dajı´cı´ch kontejneru˚.
4. Komprese jednotlivy´ch kontejneru˚ (kazˇde´ho zvla´sˇt’) zvolenou kompresnı´ metodou.
5. Za´pis komprimovany´ch dat do vy´stupnı´ho souboru.
Body 1 azˇ 3 probı´hajı´ beˇhem analy´zy vstupnı´ch dat (odpoveˇdnost majı´ komponenty
SAX Parser, path processor a jednotlive´ se´manticke´ kompresory), body 4 a 5 probı´hajı´ po
naplneˇnı´ pameˇt’ove´ho okna (nebo po dosazˇenı´ konce vstupnı´ch XML dat).
Struktura se ko´duje pomocı´ slovnı´kove´ho ko´dova´nı´, kde na´zvy znacˇek (1) a atributu˚ (2)
se oznacˇujı´ jako na´veˇsˇtı´ a kazˇde´ nove´, doposud nezna´me´ na´veˇsˇtı´ se prˇida´ na konec
slovnı´ku. XMill udrzˇuje specia´lnı´ kontejner struktury (na modelu je videˇt zcela vlevo). Do
neˇj se ukla´dajı´ informace o strukturˇe XML dokumentu v podobeˇ jednoduchy´ch prˇı´kazu˚.
22run v terminologii XMill.
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<items>
<item id=”0001” type=”donut”>
<name>Cake</name>
<ppu />
<batters>
<batter id=”1001”>Regular</batter>
<batter id=”1002”>Chocolate</batter>
<batter id=”1003”>Blueberry</batter>
</batters>
<topping id=”5001”>None</topping>
<topping id=”5002”>Glazed</topping>
<topping id=”5005”>Sugar</topping>
<topping id=”5006”>Sprinkles</topping>
<topping id=”5003”>Chocolate</topping>
<topping id=”5004”>Maple</topping>
</item>
</items>
Obra´zek 6: XMill – uka´zkovy´ fragment XML pro prˇı´klad zpracova´nı´ dat
Tyto prˇı´kazy jsou naprˇ. <Vlozˇ znacˇku, id>, <Vlozˇ koncovou znacˇku>, <Vlozˇ data kontej-
neru, id>, kde parametr id prˇedstavuje odkaz na konkre´tnı´ na´veˇsˇtı´, resp. kontejner. U
neˇktery´ch prˇı´kazu˚ nenı´ odkaz vu˚bec uva´deˇn, protozˇe je patrny´ z kontextu pru˚beˇhu kom-
prese cˇi dekomprese (naprˇı´klad vlozˇenı´ koncove´ znacˇky, protozˇe well-formed XML ne-
dovoluje prˇekrˇı´zˇenı´ znacˇek).
XMill vyuzˇı´va´ sofistikovane´ ko´dova´nı´ prˇı´kazu˚. Naprˇı´klad pro rozlisˇenı´ odkazu na
na´veˇsˇtı´ od odkazu na kontejner se vyuzˇı´va´ zname´nka u indexu. Zda se ma´ dane´ na´veˇsˇtı´
zpracovat jako znacˇka nebo atribut, je patrne´ z pru˚beˇhu zpracova´nı´ dat. Vesˇkere´ prˇı´kazy
jsou tak v kontejneru struktury ulozˇeny jako jedna hodnota — cˇı´slo. Za´porna´ cˇı´sla od-
kazujı´ na datove´ kontejnery, kladna´ cˇı´sla pak na znacˇky a atributy. Specia´lnı´ prˇı´kazy
(vlozˇenı´ koncove´ znacˇky apod.) majı´ prˇideˇlenu konstantnı´ hodnotu reprezentujı´cı´ dany´
prˇı´kaz a je jim vyhrazen prostor v rozsahu indexu˚ na´veˇsˇtı´, kdy cˇı´sla do urcˇite´ hodnoty
prˇedstavujı´ specia´lnı´ prˇı´kazy a nad touto hodnotou se jedna´ o odkazy do slovnı´ku (ab-
solutnı´ hodnotu indexu zı´ska´me po odecˇtenı´ konstanty pocˇtu definovany´ch prˇı´kazu˚).
Data (3) se vkla´dajı´ do samostatny´ch kontejneru˚ a to v za´vislosti na jejich umı´steˇnı´ ve
strukturˇe XML dokumentu. V kontejneru struktury se po jejich umı´steˇnı´ do konkre´tnı´ho
kontejneru vytvorˇı´ prˇı´kaz odkazujı´cı´ na prˇı´slusˇny´ kontejner.
Vsˇem koncovy´m znacˇka´m (4) je prˇideˇlen specia´lnı´ konstantnı´ ko´d, ktery´ se jako prˇı´kaz
vkla´da´ do kontejneru struktury. Koncova´ znacˇka se prˇida´va´ i na konci kazˇde´ho atributu.
Tabulka 5 ukazuje slovnı´k na´veˇsˇtı´ naplneˇny´ tak, jak by vypadal po zpracova´nı´ uka´zko-
ve´ho XML souboru. Rozlisˇenı´ znacˇky a atributu nenı´ nikde ulozˇeno, jak jizˇ bylo zmı´neˇno,
je patrne´ z kontextu beˇhem zpracova´nı´ dat. V tabulce je uvedeno pouze pro orientaci.
Beˇhem zpracova´nı´ uka´zkovy´ch XML dat dojde k vytvorˇenı´ neˇkolika datovy´ch kon-
tejneru˚. Jejich prˇehled ukazuje tabulka 6. V tabulce jsou v cesteˇ odlisˇeny atributy od
znacˇek pomocı´ znaku @. Jak je patrne´, pro kazˇdou znacˇku nebo atribut dane´ struktury
je vytvorˇen jeden kontejner, do ktere´ho jsou umı´st’ova´ny postupneˇ za sebou zpracovana´
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Ko´d Typ Na´veˇsˇtı´
1 Znacˇka items
2 Znacˇka item
3 Atribut id
4 Atribut type
5 Znacˇka name
6 Znacˇka ppu
7 Znacˇka batters
8 Znacˇka batter
9 Znacˇka topping
Tabulka 5: XMill – prˇı´klad naplneˇnı´ slovnı´ku
data. V nasˇem prˇı´padeˇ neuvazˇujeme pouzˇitı´ zˇa´dny´ch specia´lnı´ch se´manticky´ch kompre-
soru˚, proto jsou vsˇechna data ulozˇena ve formeˇ textu. Beˇhem dekomprese se pak z kon-
tejneru˚ postupneˇ vyzveda´vajı´ jednotlive´ prvky a zapisujı´ do vy´stupnı´ho XML souboru.
Kontejnery pracujı´ na principu fronty — FIFO.
Tabulka 7 ukazuje obsah kontejneru struktury. Kazˇda´ hodnota prˇedstavuje jeden prˇı´-
kaz, ktery´ se beˇhem dekomprese provede. Kladna´ cˇı´sla odkazujı´ do slovnı´ku na´veˇsˇtı´
(uveden v tabulce 5) a za´porna´ cˇı´sla odkazujı´ do datovy´ch kontejneru˚ (uvedeny v ta-
bulce 6). Ve vy´pisu kontejneru struktury je za´stupny´m symbolem trˇı´ tecˇek (...) nahrazeno
peˇtina´sobne´ opakova´nı´ cˇa´sti <topping id="XXX">YYY</topping>. Poznamenejme,
zˇe v tomto prˇı´kladu jsme nebrali v potaz forma´tova´nı´ dokumentu (whitespaces). Pseu-
doko´d K je prˇı´kaz ke vlozˇenı´ koncove´ znacˇky a pseudoko´d PK je prˇı´kaz k vlozˇenı´ pra´zdne´
znacˇky (<priklad />). Symbolem # je zna´zorneˇn konec kontejneru.
Prˇi pohledu na kontejner struktury je patrne´, zˇe jeho data splnˇujı´ prˇedpoklady pro
efektivnı´ kompresi pomocı´ slovnı´kovy´ch algoritmu˚ (Deflate, . . . ). I prˇes rozdı´lna´ data
neˇktery´ch cˇa´stı´ vstupnı´ho XML je struktura ko´dova´na stejny´mi sekvencemi (zmı´neˇna´
vynechana´ cˇa´st peˇtina´sobne´ho opakova´nı´), protozˇe se zde vyskytujı´ odkazy na stejna´
mı´sta ve slovnı´ku a odkazy na stejne´ datove´ kontejnery. V praxi opravdu komprese kon-
tejneru struktury dosahuje velmi vysoke´ u´cˇinnosti naprˇı´cˇ vsˇemi testovany´mi algoritmy.
4.3 Datovy´ forma´t XMill
XMill zpracova´va´ vstupnı´ XML data a ko´duje je neˇkolika ru˚zny´mi technikami do vy´stup-
nı´ho souboru. Za´kladnı´ vlastnosti forma´tu souboru XMill v0.8 (v dobeˇ psanı´ tohoto textu
poslednı´ verze, datovana´ brˇezen 2008) si nynı´ popı´sˇeme.
4.3.1 Ulozˇenı´ cˇı´sel, rˇeteˇzcu˚ a seznamu˚
XMill pracuje pouze s cely´mi cˇı´sly (s vy´jimkou specificky´ch se´manticky´ch kompresoru˚).
Forma´t ulozˇenı´ cˇı´sel je podobny´, jako se pouzˇı´va´ u UTF-8. Cˇı´sla se ukla´dajı´ pomocı´ jedno-
ho, dvou nebo cˇtyrˇech bajtu˚. Pocˇet bajtu˚ se urcˇuje podle specificky´ch bitu˚ u prvnı´ho
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Ko´d Cesta Hodnoty
1 /items/item/@id 0001
2 /items/item/@type donut
3 /items/item/name Cake
4 /items/item/batters/batter/@id 1001
1002
1003
5 /items/item/batters/batter Regular
Chocolate
Blueberry
6 /items/item/topping/@id 5001
5002
5005
5006
5003
5004
7 /items/item/topping/ None
Glazed
Sugar
Sprinkles
Chocolate
Maple
Tabulka 6: XMill – prˇı´klad datovy´ch kontejneru˚
1 2 3 -4 K 4 -2 K 5 -3 K 6 PK 7 8 3 -4 K -5 K
8 3 -4 K -5 K 8 3 -4 K -5 K K 9 3 -6 K -7 K ...
K K K #
Tabulka 7: XMill – Prˇı´klad obsahu kontejneru struktury
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Bity 1.bajtu Popis
b7=0 7 bitove´ cˇı´slo (hodnota b6 – b0)
b7=1 14 bitove´ cˇı´slo
b6=0 (hodnota b5 – b0 tohoto bajtu a b7 – b0 dalsˇı´ho bajtu)
b7=1 30 bitove´ cˇı´slo
b6=1 (hodnota b5 – b0 tohoto a b7 – b0 na´sledujı´cı´ch trˇech bajtu˚)
Tabulka 8: XMill – ulozˇenı´ cˇı´sel bez zname´nka (uint32)
Bity 1.bajtu Popis
b7=0 6 bitove´ cˇı´slo (zname´nko b6, hodnota b5 – b0)
b7=1 13 bitove´ cˇı´slo
b6=0 (zname´nko b5, hodnota b4 – b0 tohoto bajtu a b7 – b0 dalsˇı´ho bajtu)
b7=1 29 bitove´ cˇı´slo
b6=1 (zname´nkob5, hodnota b4 – b0 tohoto a b7 – b0 na´sledujı´cı´ch trˇech bajtu˚)
Tabulka 9: XMill – ulozˇenı´ cˇı´sel se zname´nkem (sint32)
nacˇtene´ho bajtu (viz tabulky 8 a 9). Data jsou ukla´da´na v ne-intelovske´m23 forma´tu. V
tabulka´ch se odvola´va´me na jednotlive´ bity v bajtu. Bity cˇı´slujeme od 7 (bit s nejveˇtsˇı´m
vy´znamem) do 0 (bit s nejmensˇı´m vy´znamem). Bina´rnı´ cˇı´slo zapsane´ jako 10000000 (de-
kadicky 128) ma´ bit b7 (bit na pozici 7) nastaven na hodnotu 1, ostatnı´ b6 azˇ b0 jsou nasta-
veny na hodnotu 0.
Ukla´da´nı´ cˇı´sel bez zname´nka, oznacˇovane´ jako uint32, se rˇı´dı´ logikou uvedenou v
tabulce 8. Ukla´da´nı´ cˇı´sel se zname´nkem, oznacˇovane´ jako sint32, se pak rˇı´dı´ logikou po-
psanou v tabulce 9.
Rˇeteˇzce jsou ukla´da´ny s prefixem obsahujı´cı´m de´lku rˇeteˇzce (uint32), za ktery´m na´sle-
dujı´ jednotlive´ znaky rˇeteˇzce. Rˇeteˇzec nenı´ ukoncˇen zˇa´dny´m specia´lnı´m znakem. Jedna´
se o datovy´ typ oznacˇovany´ jako lstring.
Seznamy hodnot jsou ukla´da´ny ve forma´tu prefix + seznam hodnot. Hodnota prefixu
urcˇuje pocˇet elementu˚ v seznamu. Prvky seznamu mohou by´t cˇı´sla (uint32, sint32) nebo
rˇeteˇzce. Seznam rˇeteˇzcu˚ se v XMill vyskytuje pomeˇrneˇ cˇasto (naprˇı´klad data kontejneru˚)
a oznacˇuje se jako slist.
4.3.2 Forma´t souboru XMI
XMill ukla´da´ komprimovana´ data do souboru ve forma´tu XMI. Ten se skla´da´ ze se´rie
komprimovany´ch bloku˚ a kazˇdy´ blok je komprimovany´ neˇktery´m z podporovany´ch
kompresnı´ch algoritmu˚ (gzip, bzip2, . . . ). Kazˇdy´ komprimovany´ blok je ulozˇen vcˇetneˇ
hlavicˇky a signatury kompresoru.
23network Byte order
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Komprimovany´ blok 1 Komprimovany´ blok 2 Komprimovany´ blok 3
globa´lnı´ hlavicˇka datovy´ blok 1 beˇhu 1 datovy´ blok 2 beˇhu 1
hlavicˇka beˇhu 1 (datovy´ kontejner) (datovy´ kontejner)
Komprimovany´ blok i− 1 Komprimovany´ blok i Komprimovany´ blok i+ 1
datovy´ blok j beˇhu 1 hlavicˇka beˇhu 2 datovy´ blok 1 beˇhu 2
(datovy´ kontejner) (datovy´ kontejner)
Komprimovany´ blok i+ 2 Komprimovany´ blok i+ 3 Komprimovany´ blok ...
datovy´ blok 2 beˇhu 2 datovy´ blok 3 beˇhu 2 ...
(datovy´ kontejner)
Tabulka 10: XMill – forma´t souboru XMI
Id Prˇı´kaz
0 Vlozˇ koncovou znacˇku
1 Vlozˇ pra´zdnou koncovou znacˇku
2 Vlozˇ forma´tova´nı´
3 Vlozˇ forma´tova´nı´ atributu
4 Vlozˇ data specia´lnı´ho kontejneru
5 a vı´ce Vlozˇ odpovı´dajı´cı´ na´veˇsˇtı´ (index = id− 5)
za´porne´ Vlozˇ data z odpovı´dajı´cı´ho kontejneru
Tabulka 11: XMill – prˇı´kazy kontejneru struktury
Globa´lnı´ hlavicˇka obsahuje za´kladnı´ informace popisujı´cı´ XMI soubor. Jsou zde ulo-
zˇeny informace o verzi forma´tu souboru, zda bylo beˇhem komprese ignorova´no forma´-
tova´nı´ (white-spaces) a informace o path expressions.
Hlavicˇka beˇhu uva´dı´ kazˇdy´ beˇh. Hlavicˇka mimo popisny´ch informacı´ na´sledujı´cı´ho
beˇhu obsahuje take´ data maly´ch kontejneru˚. Jako maly´ kontejner se beˇhem komprese oznacˇı´
kazˇdy´ kontejner, jehozˇ velikost je mensˇı´ nezˇ stanovena´ hodnota (vy´chozı´, v aplikaci pevneˇ
nastavena´, hodnota je 2kB). Ulozˇenı´ male´ho mnozˇstvı´ dat prˇı´mo do hlavicˇky vycha´zı´
faktu, zˇe kompresnı´ algoritmy dosahujı´ horsˇı´ch vy´sledku˚ komprese nad maly´m mnozˇ-
stvı´m dat a v neˇktery´ch prˇı´padech mu˚zˇe rezˇie spojena´ s kompresı´ objem dat dokonce
zveˇtsˇit. Hlavicˇka beˇhu se komprimuje jako jeden proud dat.
Datove´ bloky obsahujı´ data kontejneru˚.
Kontejnery obsahujı´ samotna´ data. XMill rozlisˇuje celkem cˇtyrˇi druhy kontejneru˚ —
kontejner struktury, kontejner specia´lnı´ch dat (zde se ukla´dajı´ procesnı´ informace, DTD,
CDATA a komenta´rˇe), kontejner forma´tova´nı´ a datove´ kontejnery. Prvnı´ trˇi zminˇovane´
kontejnery se nacha´zı´ vzˇdy v prvnı´m datove´m bloku a tento datovy´ blok existuje v
kazˇde´m beˇhu.
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5 SharpXMill
Pro u´cˇely provedenı´ experimentu˚ jsme v prostrˇedı´ rozhranı´ .NET Framework, konkre´tneˇ
v jazyce C#, implementovali vlastnı´ verzi na´stroje XMill. Beˇhem implementace jsme se
soustrˇedili na pokrytı´ za´kladnı´ funkcionality standardnı´ho XMill, proto jsme implemen-
tovali podporu pouze textove´ho se´manticke´ho kompresoru, cozˇ ovsˇem bylo pro u´cˇely
nasˇich experimentu˚ zcela dostacˇujı´cı´. V prvnı´ fa´zi vy´voje jsme vytvorˇili aplikaci kompati-
bilnı´ s datovy´m forma´tem pu˚vodnı´ho na´stroje XMill. Da´le jsme aplikaci rozsˇı´rˇili o pod-
poru dalsˇı´ch kompresnı´ch algoritmu˚ (konkre´tneˇ LZMA a PPMdI) a o podporu shluko-
va´nı´ kontejneru˚.
5.1 Na´vrh architektury SharpXMill
Prˇi na´vrhu architektury jsme se soustrˇedili na dodrzˇenı´ kompatibility datove´ho forma´tu
a na mozˇnosti rozsˇı´rˇenı´ funkcionality pro u´cˇely testova´nı´. Plneˇ jsme vyuzˇili mozˇnostı´
objektoveˇ orientovane´ho prˇı´stupu na´vrhu a programova´nı´, prˇedevsˇı´m deˇdicˇnosti a poly-
morfizmu. Architektura syste´mu je zachycena na obra´zku 7. Mezi du˚lezˇite´ komponenty
architektury v ra´mci procesu komprese XML patrˇı´:
• SAX Parser – analyzuje vstupnı´ XML data a jako uda´losti reportuje jednotlive´ ele-
menty vysˇsˇı´ vrstveˇ architektury.
• XMICompress – komponenta prˇijı´ma´ data od SAX Parseru a je zodpoveˇdna´ za
rˇı´zenı´ vytva´rˇenı´ aktua´lnı´ho beˇhu, kontroly obsazenosti pameˇt’ove´ho okna, zako´-
dova´nı´ beˇhu do forma´tu XMill (vytva´rˇenı´ jednotlivy´ch, zatı´m nekomprimovany´ch,
proudu˚ dat) a je zodpoveˇdna´ za rˇı´zenı´ komprese jednotlivy´ch proudu˚ dat zvoleny´m
kompresorem. Je zodpoveˇdna´ take´ za reportova´nı´ ru˚zny´ch statisticky´ch informacı´
potrˇebny´ch pro vyhodnocenı´ experimentu˚.
• XMIRun – slouzˇı´ jako u´lozˇisˇteˇ vsˇech dat aktua´lneˇ vytva´rˇene´ho beˇhu. Obsahuje
na´veˇsˇtı´, bloky kontejneru˚ a jednotlive´ kontejnery.
• XMIRunEncoder – ko´duje cˇa´sti XMIRun do jednotlivy´ch bloku˚ (nekomprimova-
ny´ch) dat. Samotna´ komprese je spusˇteˇna v okamzˇiku, jakmile je zaplneˇno pameˇt’ove´
okno.
• BaseStreamEncoder – obecne´ rozhranı´ pro kompresi bloku dat. Jednotlive´ kon-
kre´tnı´ algoritmy (gzip, bzip2, . . . ) jsou implementova´ny ve trˇı´da´ch odvozeny´ch z
te´to trˇı´dy.
Du˚lezˇite´ komponenty architektury v ra´mci procesu dekomprese XML zahrnujı´:
• BaseStreamDecoder – obecne´ rozhranı´ pro dekompresi bloku dat. Dekomprimuje
data jednoho komprimovane´ho bloku a prˇeda´va´ je da´le ke zpracova´nı´.
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Obra´zek 7: Architektura SharpXMill
• XMIDecompress – tato komponenta je zodpoveˇdna´ za rˇı´zenı´ pru˚beˇhu dekomprese
dat. Rˇı´dı´ nacˇı´ta´nı´ komprimovany´ch bloku˚, jejich dekompresi a vytva´rˇenı´ objektu
XMIRun.
• XMIRunDecoder – deko´duje vstupnı´ proud dat forma´tu XMill a vytva´rˇı´ objekt
XMIRun.
• XMIRun – stejneˇ jako beˇhem fa´ze komprese, je XMIRun zodpoveˇdny´ za repre-
zentaci vsˇech nacˇteny´ch a deko´dovany´ch dat. Doka´zˇe svu˚j obsah zapsat take´ do
XML souboru.
5.1.1 SAX Parser
Beˇhem implementace jsme museli vyrˇesˇit problematiku analy´zy XML. Zjistili jsme totizˇ,
zˇe XML-aware komprese vyzˇaduje specificky´ prˇı´stup k analy´ze XML. Vy´chozı´ rˇesˇenı´,
ktere´ vyuzˇı´valo trˇı´dy dostupne´ prˇı´mo v prostrˇedı´ .NET Framework (konkre´tneˇ trˇı´du
XMLTextReader), jsme museli opustit, protozˇe prˇi pra´ci s XML daty docha´zelo k nezˇa´-
doucı´mu zpracova´nı´ obsahu. Trˇı´da XMLTextReader je odvozena od trˇı´dy XmlReader,
tato za´kladnı´ trˇı´da slouzˇı´ v prostrˇedı´ .NET Framework k analy´ze a zpracova´nı´ XML.
XmlTextReader je velmi komplexnı´ a flexibilnı´ trˇı´da, ktera´ doka´zˇe mimo za´kladnı´ ana-
ly´zy XML (rozlisˇenı´ jednotlivy´ch elementu˚ XML) take´ prova´deˇt nadstandardnı´ XML ope-
race, jako je zpracova´nı´ odkazu˚ znakovy´ch entit, DTD entit apod. Bohuzˇel, pro u´cˇely
nasˇeho projektu, a obecneˇ pro u´cˇely komprese XML, se uka´zala tato funkcionalita jako
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zcela nezˇa´doucı´, protozˇe takto zpracovane´ soubory se neshodovaly s origina´ly, i kdyzˇ
docha´zelo k tomu, zˇe dle specifikace XML obsahovaly stejnou informaci. Neˇktere´ tyto
nadstandardnı´ operace jsme nedoka´zali deaktivovat, proto jsme museli od pouzˇitı´ te´to
trˇı´dy upustit. Implementovali jsme proto vlastnı´ SAX parser (XMLRawReader), cozˇ je
trˇı´da, ktera´ je odvozena´ od za´kladnı´ abstraktnı´ trˇı´dy XmlReader.
XMLRawReader beˇhem analy´zy identifikuje na´sledujı´cı´ za´kladnı´ prvky XML:
• Otevı´racı´ znacˇky (naprˇ. <barva>).
• Koncove´ znacˇky (naprˇ. </barva>).
• Pra´zdne´ znacˇky (naprˇ. <barva />).
• Atributy (na´zvy a jejich hodnoty).
• Forma´tova´nı´ (white-spaces).
• Obsah (textove´ prvky).
• Specia´lnı´ prvky (komenta´rˇe, deklarace XML, CDATA apod.), ktere´ vracı´ jako text.
Vesˇkery´ obsah (textove´ prvky, obsah atributu˚) prˇeda´va´ aplikaci bez jake´hokoliv zpra-
cova´nı´ nebo zmeˇny ko´dova´nı´.
5.2 Podporovane´ kompresnı´ metody
Nedı´lnou soucˇa´stı´ cele´ho syste´mu je podpora beˇzˇny´ch kompresnı´ch algoritmu˚. SXMill
podporuje kompresi pomocı´ GZip, BZip2, LZMA a PPMdI. Metody GZip a BZip2 jsou
prˇevzaty z knihovny #ziplib (SharpZipLib) [24]. Podporu komprese LZMA jsme zı´skali
dı´ky LZMA-SDK, ktere´ je dostupne´ na webu autora aplikace 7-zip [25]. Podpora PPMdI
je zajisˇteˇna knihovnou SharpPpmd, ktera´ je dispozici na [27].
5.3 SXMill – rozsˇı´rˇenı´ funkcionality XMill
Pro u´cˇely testova´nı´ jsme rozsˇı´rˇili pu˚vodnı´ XMill o na´sledujı´cı´ funkcionalitu:
• Podpora novy´ch kompresoru˚ LZMA a PPMdI.
• Podpora shlukova´nı´ kontejneru˚ s vyuzˇitı´m shlukova´nı´.
Beˇhem testu˚ s kompresı´ XML jsme experimentovali s vyuzˇitı´m metody shlukova´nı´
dat.
Shlukova´ analy´za je proces rozdeˇlenı´ dokumentu se stejny´mi nebo podobny´mi vla-
stnostmi (obsahem) do skupin, ktere´ jsou relevantnı´ pro stejne´ pozˇadavky. U´zce vztazˇene´
dokumenty smeˇrˇuji k tomu, zˇe jsou relevantnı´ vu˚cˇi ty´mzˇ pozˇadavku˚m [17].
Algoritmy shlukova´nı´ se deˇlı´ do neˇkolika skupin, podrobne´ rozdeˇlenı´ shlukovacı´ch
algoritmu˚ je naprˇı´klad v [22]. My jsme konkre´tneˇ vyuzˇili aglomerativnı´ shlukova´nı´. Do
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skupiny hierarchicky´ch algoritmu˚ pak patrˇı´ naprˇı´klad jesˇteˇ divizivnı´ hierarchicke´ shlukova´-
nı´. Rozdı´l mezi nimi je v postupu tvorby shluku˚.
Aglomerativnı´ shlukova´nı´ nejdrˇı´ve vytvorˇı´ pro kazˇdy´ objekt jeden shluk. Na´sledneˇ
vybere vzˇdy dva nejpodobneˇjsˇı´ shluky a ty sloucˇı´ do jednoho shluku. V poslednı´m kroku
jsou pak vsˇechny shluky sjednoceny do jedine´ho shluku. Naopak divizivnı´ hierarchicke´
shlukova´nı´ vytva´rˇı´ rozklady existujı´cı´ch shluku˚. Nejdrˇı´ve je tedy vytvorˇen jeden shluk,
ktery´ se postupneˇ deˇlı´ tak, azˇ jsou vsˇechny shluky jednoprvkove´.
Dalsˇı´ podrobnosti o shlukove´ analy´ze jsou naprˇı´klad v [17, 22].
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6 Testova´nı´
V te´to kapitole shrnujeme vy´sledky na´mi provedeny´ch experimentu˚. Soustrˇedili jsme se
beˇhem nich na porovna´nı´ u´cˇinnosti komprese neˇkolika zpu˚sobu˚ komprese XML dat. Do
testu˚ jsme zahrnuli jak beˇzˇneˇ dostupne´ kompresnı´ programy (RAR [33], 7-zip [25]), tak i
XML-aware kompresor XMill [14] v pu˚vodnı´ a na´mi modifikovane´ varianteˇ.
6.1 Parametry testova´nı´
Jako vstupnı´ data pro experimenty jsme zvolili sadu rea´lny´ch XML souboru˚, jejichzˇ se-
znam uva´dı´ tabulka 12. Testovacı´ soubory jsme prˇed pouzˇitı´m normalizovali, abychom
dosa´hli jednotne´ formy XML dat — vsˇechny atributy jsou uzavrˇeny do uvozovek (neˇktere´
XML soubory pouzˇı´valy apostrofy), dosˇlo k sjednocenı´ forma´tova´nı´ (u atributu˚ jedna
mezera mezi znakem rovna´ se (=) zleva i zprava, jednotne´ odsazenı´) atp. U´cˇelem nor-
malizace bylo poskytnout vstupnı´ data ve stejne´m forma´tu tak, aby vy´sledky nebyly
ovlivneˇny pra´veˇ odlisˇny´m zpu˚sobem za´pisu. Vy´sledkem normalizace je to, zˇe po zpra-
cova´nı´ normalizovany´ch souboru˚ nasˇimi na´stroji dosˇlo k vytvorˇenı´ vzˇdy identicky´ch
souboru˚ (po kompresi a dekompresi, shlukova´nı´). Informace o pu˚vodnı´ch a normalizo-
vany´ch souborech shrnuje tabulka 1324.
6.1.1 Testovacı´ stroje
Na provedenı´ experimentu˚ jsme pouzˇili dva hlavnı´ testovacı´ stroje. Konfigurace stroje A
byla na´sledujı´cı´:
• Intel Core 2 Quad CPU Q6600 2,40 GHz.
• 4 GB operacˇnı´ pameˇti.
• 32 bitovy´ operacˇnı´ syste´m Windows Vista Business SP2.
U stroje B se jednalo o virtua´lnı´ stroj, jehozˇ (virtua´lnı´) parametry byly na´sledujı´cı´:
• Six-Core AMD Opteron 8425 HE 2.08 GHz25.
• 16 GB operacˇnı´ pameˇti.
• 64 bitovy´ operacˇnı´ syste´m Windows Server Enterprise SP2.
Stroj A jsme pouzˇili k provedenı´ drtive´ veˇtsˇiny testu˚, stroj B pouze pro neˇktere´ prˇı´pady
pameˇt’oveˇ na´rocˇny´ch operacı´ (shlukova´nı´ a neˇktere´ testy s kompresı´ LZMA).
24Soubor wiki.xml vznikl spojenı´m neˇkolika tisı´c jednotlivy´ch XML souboru˚. Normalizace probeˇhla auto-
maticky beˇhem spojova´nı´ souboru˚.
25Na virtua´lnı´m stroji bylo k dispozici bylo pouze jedno ja´dro.
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Soubor Velikost Zdroj
psd 7003.xml 683 MB XML Data Repository
http://www.cs.washington.edu/research/xmldatasets/
dblp.xml 681 MB XML Data Repository
http://www.cs.washington.edu/research/xmldatasets/
wiki.xml 516 MB Wikipedia XML Corpus
http://www-connex.lip6.fr/ denoyer/wikipediaXML/
swissprot.xml 109 MB XML Data Repository
http://www.cs.washington.edu/research/xmldatasets/
nasa.xml 23,8 MB XML Data Repository
http://www.cs.washington.edu/research/xmldatasets/
mondial.xml 1,7 MB XML Data Repository
http://www.cs.washington.edu/research/xmldatasets/
sigmod.xml 0,5 MB XML Data Repository
http://www.cs.washington.edu/research/xmldatasets/
hamlet.xml 0,3 MB The Plays of Shakespeare in XML
http://xml.coverpages.org/bosakShakespeare200.html
Tabulka 12: Sada testovacı´ch XML souboru˚
Soubor S0 Sn
psd 7003.xml 716 853 016 B 716 860 101 B
dblp.xml 714 339 712 B 714 338 879 B
wiki.xml – B 541 873 094 B
swissprot.xml 114 820 211 B 114 820 211 B
nasa.xml 25 050 288 B 25 054 691 B
mondial.xml 1 784 825 B 1 511 087 B
sigmod.xml 478 416 B 478 416 B
hamlet.xml 288 735 B 288 735 B
Tabulka 13: Testovacı´ soubory XML prˇed a po normalizaci
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Metoda Program Parametry
GZip 7-zip 4.65 Slovnı´k 32kB, velikost slova 32
BZip2 7-zip 4.65 Slovnı´k 900kB
PPMd (var. PPMdH) 7-zip 4.65 Slovnı´k 256 MB, ppm-order 16, blok dat
4 GB)
LZMA 7-zip 4.65 Slovnı´k 32 MB, velikost slova 64, blok
4 GB
RAR (PPMd var. PPMII) WinRAR 3.90 Vynucena´ komprese textu, ppm-order 16,
slovnı´k 128 MB (max. dostupna´ hodnota)
Tabulka 14: Parametry komprese beˇzˇny´mi programy
Metoda Parametry
xmill/gzip Pameˇt’ove´ okno 32MB, zachova´nı´ white-spaces
xmill/bzip2
xmill/ppm
xmill/lzma
Tabulka 15: Parametry komprese SXMill
6.1.2 Parametry komprese
V prvnı´ fa´zi experimentu˚ jsme provedli kompresi XML beˇzˇny´mi na´stroji pro kompresi
souboru˚. Parametry jednotlivy´ch testu˚ shrnuje tabulka 14. Druha´ cˇa´st experimentu˚ se
soustrˇedila na testy prova´deˇne´ XML-aware na´strojem SXMill. Parametry teˇchto testu˚
byly shodne´ naprˇı´cˇ pouzˇity´mi metodami komprese, vsˇe shrnuje tabulka 15.
6.2 Vy´sledky testova´nı´
V na´sledujı´cı´m textu budeme pouzˇı´vat k oznacˇenı´ jednotlivy´ch parametru˚ a vy´sledku˚
testu˚ notaci, kterou shrnuje tabulka 16. Pokud to ma´ vy´znam, je v prˇehledu vy´sledku˚
nejlepsˇı´ hodnota ze skupiny oznacˇena tucˇneˇ. U srovna´nı´ pomeˇru˚ vy´sledku˚ komprese
jsou hodnoty znacˇı´cı´ zhorsˇenı´ u´cˇinnosti komprese dane´ metody (hodnoty veˇtsˇı´ jak 100%)
oznacˇeny odlisˇnou barvou.
6.2.1 Komprese XML jako textu
Pro zı´ska´nı´ referencˇnı´ch hodnot komprese XML jsme provedli kompresi vsˇech testo-
vany´ch XML souboru˚ pomocı´ beˇzˇny´ch kompresnı´ch na´stroju˚. Tabulka 17 uva´dı´ absolutnı´
velikosti souboru˚ prˇed a po provedenı´ komprese a tabulka 18 spolecˇneˇ s grafem 8 shrnuje
kompresnı´ pomeˇry.
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Symbol Vy´znam Jednotky
S0 Velikost pu˚vodnı´ho souboru bajty
Sn Velikost normalizovane´ho pu˚vodnı´ho souboru bajty
CSrar Velikost souboru komprimovane´ho metodou RAR bajty
CSgz Velikost souboru komprimovane´ho metodou Deflate (gzip) bajty
CSbz Velikost souboru komprimovane´ho metodou BZip2 bajty
CSlz Velikost souboru komprimovane´ho metodou LZMA bajty
CSpp Velikost souboru komprimovane´ho metodou PPMdI bajty
CRrar Pomeˇr komprese prˇi pouzˇitı´ metody RAR procenta
CRgz Pomeˇr komprese prˇi pouzˇitı´ metody Deflate (gzip) procenta
CRbz Pomeˇr komprese prˇi pouzˇitı´ metody BZip2 procenta
CRlz Pomeˇr komprese prˇi pouzˇitı´ metody LZMA procenta
CRpp Pomeˇr komprese prˇi pouzˇitı´ metody PPMdI procenta
CSx/gz Velikost souboru komprimovane´ho metodou XMill/gzip bajty
CSx/bz Velikost souboru komprimovane´ho metodou XMill/bzip2 bajty
CSx/lz Velikost souboru komprimovane´ho metodou XMill/lzma bajty
CSx/pp Velikost souboru komprimovane´ho metodou XMill/ppmdi bajty
CRx/gz Kompresnı´ pomeˇr prˇi pouzˇitı´ metody XMill/gzip procenta
CRx/bz Kompresnı´ pomeˇr prˇi pouzˇitı´ metody XMill/bzip2 procenta
CRx/lz Kompresnı´ pomeˇr prˇi pouzˇitı´ metody XMill/lzma procenta
CRx/pp Kompresnı´ pomeˇr prˇi pouzˇitı´ metody XMill/ppmdi procenta
CRwavg Va´zˇeny´ pru˚meˇr kompresnı´ch pomeˇru˚ jednotlivy´ch metod procenta
∆CR Pomeˇr pomeˇru˚ vy´sledku˚ komprese procenta
(vzˇdy srovna´nı´ odpovı´dajı´cı´ch metod komprese)
∆CR < 100 zlepsˇenı´, ∆CR > 100 zhorsˇenı´, ∆CR = 100 beze
zmeˇny
TCα Cˇas komprese hh:mm:ss
α ∈ {rar, gz, bz, lz, pp, x/gz, x/bz, x/lz, x/pp}
Tabulka 16: Notace pouzˇita´ prˇi prezentaci vy´sledku˚ experimentu˚
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Obra´zek 8: Kompresnı´ pomeˇry beˇzˇny´ch na´stroju˚
Obra´zek 9: Srovna´nı´ vy´sledku˚ XMill komprese vu˚cˇi beˇzˇne´ kompresi
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Soubor Sn CSrar CSgz CSbz CSpp CSlz
psd7003 716 860 101 65 448 403 104 095 774 76 760 863 65 470 863 61 473 674
dblp 714 338 879 59 472 588 117 402 883 77 896 607 56 460 030 77 717 175
wiki 541 873 094 62 938 063 105 741 871 80 597 419 59 888 861 72 825 200
SwissProt 114 820 211 6 217 395 13 790 955 8 724 363 5 914 738 6 775 538
nasa 25 054 691 2 065 876 3 723 344 2 752 252 1 945 651 2 415 560
mondial 1 511 087 103 064 158 973 108 516 103 241 115 248
Sigmod 478 416 42 513 80 443 48 638 42 346 59 945
hamlet 288 735 52 603 77 906 57 615 52 586 69 555
Tabulka 17: Absolutnı´ vy´sledky komprese beˇzˇny´mi na´stroji
Soubor CRrar CRgz CRbz CRpp CRlz
psd7003 9,12 14,52 10,71 9,13 8,58
dblp 8,32 16,44 10,90 7,90 10,88
wiki 11,61 19,51 14,87 11,05 13,44
SwissProt 5,41 12,01 7,60 5,15 5,90
nasa 8,24 14,86 10,98 7,77 9,64
mondial 6,82 10,52 7,18 6,83 7,63
Sigmod 8,88 16,81 10,17 8,85 12,53
hamlet 18,21 26,98 19,95 18,21 24,09
CRwavg 8,28 14,78 10,86 7,84 9,73
Tabulka 18: Kompresnı´ pomeˇry prˇi pouzˇitı´ beˇzˇny´ch na´stroju˚
Z vy´sledku˚ je patrne´, zˇe nejlepsˇı´ch vy´sledku˚ dosahuje metoda PPM, kterou imple-
mentuje jak WinRAR, tak i 7-zip. Oba dosahujı´ podobny´ch vy´sledku˚, rozdı´ly plynou
z mı´rneˇ odlisˇny´ch variant implementovany´ch algoritmu˚ PPM a ne zcela identicky´ch
parametru˚ komprese. Pru˚meˇrna´ hodnota kompresnı´ho pomeˇru metody PPM byla 7,85%.
Nejhorsˇı´ch vy´sledku˚ dosahoval GZip s pru˚meˇrnou hodnotou 14,78%. Pokud tyto dveˇ
metody srovna´me, dosahuje PPM te´meˇrˇ o 50% lepsˇı´ch vy´sledku˚.
6.2.2 XML-aware komprese XMill
Testovacı´ soubory jsme da´le komprimovali pomocı´ na´stroje SXMill. Pouzˇite´ metody kom-
prese jsme volili tak, abychom mohli prove´st srovna´nı´ s beˇzˇny´mi kompresnı´mi na´stroji
(uvedene´ v prˇedchozı´ kapitole). V tabulce 19 a v grafu na obra´zku 9 jsou uvedeny kom-
presnı´ pomeˇry jednotlivy´ch metod a pomeˇr vu˚cˇi vy´sledku komprese beˇzˇny´ch na´stroju˚.
Z vy´sledku˚ je patrne´, zˇe v pru˚meˇru dosˇlo ke zlepsˇenı´ u metod GZip (∼ 19%) a BZip2
(∼ 5%), naopak pouzˇitı´ XMill spolu s PPM vedlo ke zhorsˇenı´ (∼ 7%) a prˇi pouzˇitı´ LZMA
jsme dosa´hli srovnatelny´ch vy´sledku˚, jako u beˇzˇne´ komprese.
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Soubor CRx/gz ∆CR CRx/bz ∆CR CRx/pp ∆CR CRx/lz ∆CR
psd7003 10,48 72,14 9,67 90,33 8,61 94,22 8,25 96,17
dblp 13,59 82,69 10,57 96,96 8,89 112,46 10,32 94,82
wiki 18,90 96,87 15,62 104,99 13,27 120,09 15,39 114,55
SwissProt 7,40 61,58 5,79 76,25 4,82 93,49 5,49 93,07
nasa 12,48 83,97 10,37 94,38 8,59 110,66 9,72 100,80
mondial 7,87 74,83 6,93 96,53 6,49 94,94 6,50 85,16
Sigmod 12,43 73,92 10,65 104,75 9,42 106,44 11,50 91,74
hamlet 26,56 98,45 21,81 109,30 19,86 109,02 24,02 99,69
CRwavg 13,54 81,61 11,30 95,62 9,69 107,17 10,65 100,30
Tabulka 19: Srovna´nı´ XMill a beˇzˇne´ komprese
Prˇi podrobneˇjsˇı´m prozkouma´nı´ vy´sledku˚ jednotlivy´ch metod komprese je zrˇejme´, zˇe
metoda PPM dosahuje velmi dobry´ch vy´sledku˚ komprese prˇi kompresi XML jako textu a
zˇe pouzˇitı´ struktura´lnı´ komprese (XMill) prˇina´sˇı´ zlepsˇenı´ pouze v neˇktery´ch prˇı´padech a
to navı´c pouze nepatrne´ (v rˇa´du jednotek procent). PPM, stejneˇ jako i LZMA, pracujı´ prˇi
kompresi s velmi dlouhy´m kontextem a zvla´dajı´ prˇi velky´ch objemech textu generovat
efektivnı´ ko´dova´nı´ s vyuzˇitı´m statistiky pracujı´cı´ s dlouhou historiı´ (jedna´ se o pameˇt’oveˇ
na´rocˇneˇjsˇı´ algoritmy). Proto nedocha´zı´ prˇi pouzˇitı´ struktura´lnı´ komprese, kdy se data
trˇı´sˇtı´ do jednotlivy´ch kontejneru˚, k vy´razne´mu vylepsˇenı´ komprese.
Navı´c po provedenı´ testu˚ bylo ihned zrˇejme´, zˇe soubor wiki.xml je zcela nevhodny´ pro
kompresi na´strojem XMill. Po zjisˇteˇnı´ vy´sledku˚ komprese u tohoto souboru jsme proto
podrobneˇji prozkoumali jeho obsah. Zjistili jsme, zˇe se jedna´ o specificky´ prˇı´pad XML
souboru. Danou problematiku popisujeme v kapitole 2.5, resp. 2.5.3. V souboru wiki.xml
je obsazˇen souhrn cˇla´nku˚, kdy jednotlive´ cˇla´nky jsou uzavrˇeny mezi znacˇkami <article>
a </article> (jedina´ znacˇka na 1. u´rovni). Vesˇkery´ dalsˇı´ obsah prˇedstavujı´ jednotlive´
cˇla´nky. Ostatnı´ znacˇky, ktere´ se v nich vyskytujı´, majı´ pouze forma´tovacı´ vy´znam, nikoliv
se´manticky´. Seskupova´nı´ dat dle teˇchto informacı´ pak zcela postra´da´ pu˚vodnı´ mysˇlenku
a vı´ce me´neˇ probı´ha´ chaoticky. Mimo to ovlivnil vy´sledek komprese take´ fakt, zˇe dosˇlo k
vytvorˇenı´ velmi velke´ho mnozˇstvı´ kontejneru˚ — vzniklo jich vı´ce jak 4000.
6.2.3 Pameˇt’ove´ okno XMill
Prˇi kompresi XML pracuje XMill s pameˇt’ovy´m oknem, cozˇ je rezervovane´ mı´sto v pameˇti,
do ktere´ho se ukla´dajı´ doposud zpracovana´ data. Po zaplneˇnı´ tohoto okna jsou data
zkomprimova´na. Pu˚vodnı´ XMill [14] pracuje s vy´chozı´ velikostı´ tohoto okna 8MB, my
jsme prˇi testech pracovali s oknem o velikosti 32MB. Zajı´malo na´s, jaky´m zpu˚sobem
ovlivnˇuje velikost okna u´speˇsˇnost jednotlivy´ch metod komprese. Graf 10 zna´zornˇuje
za´vislost zlepsˇenı´ komprese na rostoucı´ velikosti pameˇt’ove´ho okna.
Pu˚vodnı´ XMill byl navrzˇen prˇedevsˇı´m pro pouzˇitı´ s metodami GZip a BZip2 a jako
vy´chozı´ hodnotu pro velikost pameˇt’ove´ho okna zvolili autorˇi hodnotu 8MB. Jak je z
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Obra´zek 10: Zlepsˇenı´ komprese v za´vislosti na velikosti pameˇt’ove´ho okna
grafu patrne´, byla tato hodnota zvolena jako kompromis, prˇi ktere´m jizˇ dalsˇı´m zveˇtsˇova´-
nı´m efektivita komprese neroste natolik, aby se vyplatilo kla´st veˇtsˇı´ na´roky na pameˇt’.
Metody PPM a LZMA ale ukazujı´, zˇe efektivita jejich komprese roste s veˇtsˇı´m mnozˇstvı´m
soucˇasneˇ komprimovany´ch dat, kdy relativneˇ velky´ na´ru˚st zlepsˇenı´ komprese usta´va´
azˇ kolem hranice velikosti okna 128MB, resp. 256MB a da´le i za touto hranicı´ docha´zı´
sta´le k zajı´mave´mu zlepsˇenı´. Vzhledem k pameˇt’ovy´m na´roku˚m prˇi takto objemny´ch
pameˇt’ovy´ch oknech se ale prakticke´ vyuzˇitı´ ukazuje jako nerea´lne´ a spı´sˇe to ukazuje
na fakt, zˇe architektura XMill nenı´ vhodna´ pro efektivnı´ vyuzˇitı´ teˇchto metod komprese.
6.2.4 Shlukova´nı´ kontejneru˚
Jeden z provedeny´ch zpu˚sobu˚ optimalizace XML komprese bylo prova´deˇnı´ shlukova´nı´
kontejneru˚. Jedna´ se o metodu, prˇi ktere´ prˇed komprimacı´ jednotlivy´ch kontejneru˚ prova´-
dı´me shlukovanı´ dat v nich obsazˇeny´ch. Vzhledem k architekturˇe XMill je ale nutne´ po
provedenı´ shlukova´nı´ ulozˇit dodatecˇne´ informace o pu˚vodnı´m rozlozˇenı´ prvku˚ kontej-
neru˚ do paty beˇhu (v komprimovane´ podobeˇ) — tı´m ale vznika´ jisty´ overhead, ktery´ nega-
tivneˇ ovlivnˇuje vy´sledek komprese.
Beˇhem prova´deˇnı´ prakticky´ch testu˚ jsme narazili na dva za´sadnı´ proble´my:
• Shlukova´nı´ kontejneru˚ je v soucˇasne´ implementaci cˇasoveˇ velmi na´rocˇne´.
• Shlukova´nı´ zlepsˇuje kompresi kontejneru˚, ale overhead celkovou kompresi zhorsˇu-
je.
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Soubor Velikost TCx/gz TCx/bz TCx/pp TCx/lz
nasa 25 054 691 3:45:26 3:33:57 3:36:22 3:38:05
Tabulka 20: Cˇasova´ na´rocˇnost XMill komprese se shlukova´nı´m kontejneru˚
α CSα z toho rezˇie ∆CR bez rezˇie ∆CR s rezˇı´
x/gz 3 477 590 507 785 94,99 111,24
x/bz 2 973 524 441 997 97,45 114,47
x/pp 2 523 919 420 525 97,69 117,22
x/lz 2 645 959 300 488 96,33 108,67
Tabulka 21: XMill komprese se shlukova´nı´m kontejneru˚
Vzhledem k cˇasove´ na´rocˇnosti testu˚ jsme uskutecˇnili prakticky´ test pouze na jednom
XML souboru (nasa.xml) a u neˇj jsme provedli kompresi vsˇemi testovany´mi algoritmy
spolu s aktivnı´m shlukova´nı´m kontejneru˚. Cˇasovou na´rocˇnost shrnuje tabulka 20.
Tabulka 21 a graf 11 zobrazujı´ dosazˇene´ vy´sledky. U vsˇech metod komprese dosˇlo
dı´ky shlukova´nı´ kontejneru˚ ke zlepsˇenı´ komprese (∼ 3%), ale zapocˇtenı´m rezˇie, ktera´
musı´ by´t ulozˇena u kazˇde´ho beˇhu, dosˇlo k celkove´mu zhorsˇenı´ komprese v rozmezı´ 8 azˇ
14 %.
Vzhledem k provedenı´ pouze jednoho testu je teˇzˇke´ u te´to metody ucˇinit za´veˇr. Nic-
me´neˇ je jasne´, zˇe bez vylepsˇenı´ cˇasove´ na´rocˇnosti a navrhnutı´ efektivneˇjsˇı´ho ulozˇenı´
pu˚vodnı´ho usporˇa´da´nı´ prvku˚ v kontejnerech, nelze tuto metodu v praxi aplikovat.
6.2.5 Shlukova´nı´ cely´ch XML souboru˚
U vybrany´ch XML souboru˚ jsme provedli na´sledujı´cı´ optimalizaci:
1. Rozdeˇlenı´ XML od prvnı´ u´rovneˇ na jednotlive´ podsoubory.
2. Provedenı´ shlukova´nı´ teˇchto souboru˚.
3. Slozˇenı´ souboru˚ zpeˇt do jednoho XML dle vy´sledku˚ shlukova´nı´.
Vzhledem k tomu, zˇe jsme prova´deˇli prˇeha´zenı´ jednotlivy´ch prvku˚ v XML souboru,
nenı´ mozˇne´ v praxi tuto optimalizaci pouzˇı´t obecneˇ na vsˇechny XML soubory. Vhodny´
XML soubor musı´ splnˇovat tato krite´ria:
• Prˇeha´zenı´ prvku˚ je povoleno (nezakazuje ho naprˇı´klad sche´ma).
• Obsahuje neˇkolik prvku˚ na prvnı´ u´rovni, v idea´lnı´m prˇı´padeˇ vhodny´ch pro shluko-
va´nı´ (obsa´hlejsˇı´ texty).
My jsme vhodne´ soubory vybrali rucˇneˇ, nerˇesˇili jsme vy´beˇr vhodny´ch souboru˚ al-
goritmicky. Takto optimalizovane´ XML soubory jsme komprimovali nejdrˇı´ve beˇzˇny´mi
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Obra´zek 11: XMill komprese se shlukova´nı´m kontejneru˚
Soubor Treshold Prvku˚/soubor Souboru˚ Cˇas
psd7003 0,05 5 52 506 0:27:08
dblp 0,05 30 71 988 0:52:24
wiki 0,05 1 75 036 0:38:10
SwissProt 0,05 1 50 000 0:12:41
nasa 0,05 1 2 435 0:00:19
Tabulka 22: Parametry shlukova´nı´ cely´ch XML souboru˚
na´stroji a pak pomocı´ XMill ve standardnı´m rezˇimu (bez shlukova´nı´ kontejneru˚). Seznam
vybrany´ch souboru˚ a za´kladnı´ parametry shlukova´nı´ shrnuje tabulka 22.
Vy´sledky komprese beˇzˇny´mi na´stroji cely´ch shlukovany´ch souboru˚, vcˇetneˇ srovna´nı´
pomeˇru vu˚cˇi kompresi beˇzˇny´mi na´stroji bez provedenı´ shlukova´nı´, shrnuje tabulka 23 a
graf na obra´zku 12. Jak je videˇt, azˇ na jeden prˇı´pad, kdy dosˇlo k nepatrne´mu zhorsˇenı´,
meˇlo shlukova´nı´ cely´ch XML souboru˚ pozitivnı´ vliv na vy´sledek komprese. Komprese
se v pru˚meˇru zlepsˇila (∼3 azˇ 5 %). U souboru wiki.xml dosˇlo k te´meˇrˇ desetiprocentnı´mu
zlepsˇenı´, cozˇ je vy´sledek dany´ povahou obsahu tohoto souboru — tento vy´sledek je v
kontrastu s vy´sledky komprese wiki.xml pomocı´ XMill.
Vy´sledky komprese pomocı´ XMill u shlukovany´ch souboru˚, vcˇetneˇ srovna´nı´ pomeˇru˚
vu˚cˇi kompresi XMill u souboru˚ bez provedenı´ shlukova´nı´, shrnuje tabulka 24 a graf na
obra´zku 13. Vy´sledky ukazujı´, zˇe u te´to metody dosˇlo v pru˚meˇru k mı´rne´mu zlepsˇenı´
vy´sledku˚ komprese (∼ 1 azˇ 3%). U neˇkolika jednotlivy´ch XML souboru˚ ale dosˇlo k mı´rne´-
mu zhorsˇenı´.
48
Obra´zek 12: Srovna´nı´ beˇzˇne´ komprese po provedenı´ shlukovanı´ cely´ch XML souboru˚
Obra´zek 13: Srovna´nı´ XMill komprese po provedenı´ shlukovanı´ cely´ch XML souboru˚
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7 Za´veˇr
Z provedene´ho sˇetrˇenı´ vyply´va´, zˇe ke kompresi XML souboru˚ lze vyuzˇı´t jak beˇzˇne´ na´stro-
je pro kompresi (archivaci) dat, tak i specializovane´ XML-aware na´stroje. Popula´rnı´m
na´strojem v kategorii XML-aware komprese je XMill.
XMill v dobeˇ sve´ho vzniku dosa´hl zajı´mave´ho zlepsˇenı´ u algoritmu˚ GZip a BZip2 tı´m,
zˇe vyuzˇil struktura´lnı´ informace prˇı´tomne´ v XML. Seskupenı´m se´manticky prˇı´buzny´ch
dat poma´ha´ slovnı´kovy´m algoritmu˚m dosa´hnout lepsˇı´ch vy´sledku˚ komprese. Z na´mi
provedeny´ch testu˚ ale vyply´va´, zˇe modernı´ kompresnı´ metody, jako jsou PPM a LZMA,
doka´zˇı´ komprimovat XML soubory jako text v pru˚meˇru s minima´lneˇ srovnatelnou u´cˇin-
nostı´ (v implementaci beˇzˇny´ch na´stroju˚), jako uvedene´ metody GZip a BZip2 prˇi pouzˇitı´
struktura´lnı´ komprese (implementovane´ v XMill). Uka´zalo se take´, zˇe architektura XMill
nenı´ prˇı´lisˇ vhodna´ pro nahrazenı´ metod GZip a BZip2 metodami PPM cˇi LZMA, protozˇe
nedoka´zˇe kvu˚li trˇı´sˇteˇnı´ dat do skupin (kontejneru˚) naplno vyuzˇı´t jejich sı´ly. Vyuzˇitı´ teˇchto
na´stroju˚ by meˇlo smysl pouze s velmi obsa´hly´m pameˇt’ovy´m oknem, cozˇ by ale kladlo
velke´ na´roky na pameˇt’ jak prˇi procesu komprese, tak i dekomprese.
Z provedeny´ch testu˚ take´ vyplynulo, zˇe XML-aware komprese je velice citliva´ na
analy´zu vstupnı´ch XML dat. Velice du˚lezˇita´ je spra´vna´ identifikace a oddeˇlenı´ od sebe
struktury od dat. Nespra´vne´ provedenı´ analy´zy ma´ vliv na u´cˇinnost komprese. Uka´zalo
se take´, zˇe neˇktere´ XML soubory nejsou vu˚bec vhodne´ pro kompresi XML-aware na´stro-
jem XMill a lepsˇı´ch vy´sledku˚ se dosa´hne jejich kompresı´ jako textu.
Uka´zali jsme take´, zˇe efektivitu XML komprese lze zvy´sˇit pouzˇitı´m metod shlukova´nı´
dat. Otestovali jsme shlukova´nı´ dat v kontejnerech na´stroje XMill a take´ shlukova´nı´ ce-
ly´ch XML souboru˚ a jejich na´slednou kompresi beˇzˇny´mi kompresory a pomocı´ XMill.
Shlukova´nı´ kontejneru˚ mı´rneˇ jejich kompresi zlepsˇuje, ale v aktua´lnı´ implementaci je
cˇasoveˇ prˇı´lisˇ na´rocˇne´ a navı´c tak vznika´ dodatecˇna´ rezˇie, ktera´ celkoveˇ zabranˇuje dosazˇe-
nı´ zlepsˇenı´ komprese. Naproti tomu shlukova´nı´ cely´ch XML souboru˚ u drtive´ veˇtsˇiny
testovacı´ch souboru˚ vedlo ke zlepsˇenı´ komprese a to jak prˇi jejich kompresi jako textu, tak
i prˇi kompresi pomocı´ XMill. V pru˚meˇru jsme dosa´hli mı´rne´ho zlepsˇenı´ v rˇa´du neˇkolika
procent, u individua´lnı´ch souboru˚ bylo zlepsˇenı´ azˇ o 10 % v za´vislosti na pouzˇite´ metodeˇ
komprese.
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