The Structured Query Language (SQL) 
Introduction
Typically, a relational query involves retrieving data from one or more tables by applying certain conditions on the retrieved record. Operations such as joins can be performed to relate data in different tables. Logic-based languages such as SQL do not allow recursion or iteration over tables. Consequently, recursive queries similar to graph traversal need to be done outside the query language.
Extensible Markup Language (XML) is a standard for creating custom markup in documents. Its primary purpose is to create a standardized representation of data, which can be accessed across diverse platforms. XML is very flexible and allows the user to create custom structures. It is an open standard and can be used free of cost. An XML document can be queried using technologies such as XPath, XQuery, and XSLT.
XPath is a language for selecting nodes from an XML document based on certain conditions. It can also be used for computing values from the retrieved nodes. The syntax is similar a to file path in UNIX. XPath is very limited in its scope and does not have the expressive power for implementing all relational queries.
XQuery is a querying language which can be used to extract data from XML documents. Its semantics are similar to SQL. Most queries which can be implemented in SQL for a relational database can be implemented in XQuery for an equivalent XML database. XQuery has so-called FLOWR expressive power. A FLOWR expression is made up of five clauses -For, Let, Where, Order by, Return. Since the queries are constrained by the FLOWR structure, it is not possible to achieve the full power of recursion in XQuery.
Extensible Style sheet Language Transformation (XSLT) is a language used for converting XML documents from one form to another. XSLT is a complete language based on the functional programming paradigm. XSLT is considered to be a template processor.
Using defined templates, one can express elegant recursive queries in XSLT.
Bibliographic Database Schema
The purpose of this work is to show a simple implementation of a bibliographic database and a set of associated queries using the XML schema and the above mentioned query languages. A bibliographic database is a database containing bibliographic records. It is designed with the intent of capturing the bibliographic information. It holds information about the material, organized into their respective material type categories such as Articles, Books, Conferences, Proceedings, Journals, etc. All the reference information is also captured. For example, bibliographic information related to a journal is stored in the journal element as shown in This definition is applicable recursively. We would like to implement a query to find all the references, both explicit and implicit, for a given material type. This query is a directed graph traversal problem where each material is a vertex and the relationship is a directed edge. In the next section, we present a set of queries and their associated implementations.
Implementation
Querying in an XML database environment can range from extracting the content or attribute value of a particular node, to conditional comparison & selection of a set of nodes, to recursive operation of nodes based on a certain condition. In this work, the following approach was adopted.
• XPath will be used for locating a particular node or a set of nodes satisfying a common criteria within the XML tree
• XQuery will be used in conjunction with XPath for relational non-recursive queries • XSLT will be used in conjunction with XPath for recursive queries An example of a recursive query would be one that could find all the references, both explicit and implicit for Journal type. As mentioned previously, this is equivalent to graph traversal and cannot be implemented in XPath or XQuery. Consider the sample data shown below:
In this data, node B explicitly references nodes D and F and implicitly references the nodes E and G. Pseudocode for implementation of our recursive query is shown in the following algorithm:
ID NodeXPath ParentID
Algorithm Function: DFS(Node, Path)
Step 1: Display the current node, which is an XPath to the material (books, articles, journals etc.)
Step 2: Find all the materials which refer to the current node (children).
Step 3: If there is more than one material then
Step 4: FOR each child node
Step 5: If child node is not already in the path, then add child node to the Path variable and call DFS with the child node and the new Path variable Step 6: End FOR Step 7: End IF The DFS() function must be invoked with a start node and no value should be passed to the path parameter.
The corresponding XSLT implementation of this code is shown below: <xsl:stylesheet version="1.0" xmlns:xsl="http://www.w3.org/1999/XSL/Transform" xmlns:p1="http://ISRI.edu/XML/BibliographicDB"> <xsl:template name="search"> <xsl:param name="node"/> <xsl:param name="table"/> <!--add path variable to keep track of cycles --> <xsl:param name="path" select="concat('->',concat($node,'->'))"/> <!--Display the current node --> <xsl:text> </xsl:text> <xsl:value-of select="$ ($path,concat(concat('->',text()) ,'->')))"> <xsl:call-template name="search"> <xsl:with-param name="node" select="text()"/> <xsl:with-param name="table" select="$table"/> <xsl:with-param name="path" select="concat(concat($path,text()),'->')"/> </xsl:call-template> </xsl:if> </xsl:for-each> </xsl:if> </xsl:template> <xsl:template match="/"> <xsl:call-template name="search"> <xsl:with-param name="node" select="p1:BibliographicDB/Relationships/Relationship[NodeXPath='X']/ID"/> <xsl:with-param name="table" select="p1:BibliographicDB/Relationships"/> </xsl:call-template> <xsl:text> Completed</xsl:text> </xsl:template> </xsl:stylesheet>
Conclusion and Future Work
We have designed and implemented a bibliographic database in order to study various queries and their implementations. Of particular interest is the role of XPath, XQuery, and XSLT in our approach. Although XSLT is Turing complete and has the expressive power to implement recursive queries, it is not an easy environment for beginners to implement recursive queries. In the future, it is expected that XQuery will have more capabilities and may be able to implement recursive queries. 
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