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I. Einführung 
1.1  Motivation 
Das Ameise Kolonie Optimization (ACO) ist eine Metaheuristik für Verfahren der 
kombinatorischen Optimierung, die auf dem modellhaften Verhalten von realen 
Ameisen bei der Futtersuche basiert[1]. Viele Probleme können durch ACO sehr 
effizient bearbeitet werden. Zum Beispiel Job-Shop[2,3], Flow-Shop[4], Minimum 
Cost Permutation[5], Maschinenbelegungsprobleme, Minimierung der Transportzeit 
bei räumlich weit auseinander liegenden Produktionsstätten(Single Machine Total 
Tardiness problem)[6] usw. Marco Dorigo und Thomas Stützle[7] haben über das 
Problem des Handlungsreisenden (TSP) viele hilfreiche Formeln vorgestellt, um ein 
besseres Ergebnis zu bekommen. In dieser Masterarbeit werden durch Formeln 
einfach getestet bzw. ermittelt, wie gut das Ergebnis aussieht. Anschließend wird ein 
akuelles Thema GSP (The Gas Station Problem) vorgestellt. Samir Khuller, 
Azarakhsh Malekain und Julian Mestre[8] haben in ihrer Arbeit einige konkrete 
Probleme diskutiert. Dort haben sie auf theoretischer Ebene die günstigere Tour 
ermittelt. Zum Beispiel gibt es einige Tankstellen mit unterschiedlichen 
Benzin-Preisen. Ein Auto fährt von einer Startstadt zu einer Zielstadt und der Fahrer 
entscheidet, wieviel und wo das Benzin getankt wird. In dieser Masterarbeit werden 
zudem noch kompliziertere Annahmen beachten. Es kann entweder mit Strom oder 
Benzin auf den Straßen fahren. Zusätzlich kann das Auto noch unterwegs von Strom 
auf Benzin oder umgekehrt umschalten. Es kann beispielsweise das erste Drittel des 
Wegs mit Strom und den Rest mit Benzin fahren. Das Ziel ist es dabei, einen 
kürzeren Weg dazu so billig wie möglich zu finden. Wir versuchen,  dieses Problem 
durch ACO durchlaufen zu lassen. Im allgeimeinen Fall findet jede Ameise eine 
günstige Tour d.h. die Ameise stirbt niemals unterwegs. Aber bei diesem Problem 
darf die Ameise irgendwo sterben, zum Beispiel stirbt sie in einer Stadt, weil sie nicht 
genug Benzin oder Strom im Tank hat. In dem Kapitel bzgl. der Zukunft der Arbeit 
stellen wir noch andere Algorithmen bzw. ACO kombiniert mit PSO vor. Der 
Unterschied zwischen diesen zwei Methoden ist der, dass bei ACO das Auto von 
Stadt i zu Stadt j immer auf einer geraden Linie und bei ACO mit PSO in einer Kurve 
fährt. Falls die Ameise einen Berg oder Fluß passiert, leitet sie den Weg um. 
Das Ameise Kolonie Optimization (ACO) ist ein sehr mächtiger Algorithmus. Es gibt 
viele Varianten von ACO, die sich mit TSP beschäftigen. Es gibt keine Ideallösung, 
sondern es geht darum, immer eine bessere Lösung zu finden. Die konkrete 
Arbeitsweise wird im folgenden Kapitel mit einigen einfachen Beispielen erklärt. 
 
Die Masterarbeit gliedert sich wie folgt: 
In Kapitel II werden nach einer Einführung des ACO erklärt und die Bedeutung am 
entsprechenden Diagramm erläutern. Die Arbeit besteht aus vier Abschnitten. Der 
erste Abschnitt ACO erklärt einige wichtige Parameter bzw. die Arbeitsweise von 
ACO. Das zweite Abschnitt versucht man, TSP mit ACO durchzulaufen. Das dritte 
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Kapitel GSP (The Gas Solution Problem) ist eine verwandte Arbeit, die wichtig für 
unseren Algorithmus ist. Das letzte Kapitel ist der Schwerepunkte dieser Arbeit: TSP 
mit P(E)SP wobei PSP oder ESP die Abkürzung ist von Petrol (Benzin) Station 
Problem bzw. Electricity (Strom) Station Problem. Dort werden die Arbeitsweise und 
zugehörige Ergebnisse gezeigt anhand eines Beispiels und der Algorithmus wird 
konkret erklärt. Das Kapital III beschäftigt sich mir einigen großer Datenquellen, die 
im TSPLIB zu finden sind. Wir setzen einige Parameter und betrachten wie gut es 
aussieht. Im Kapital IV wird die zukunftige Arbeit diskutiert, bzgl. der wir nur einige 
Ideen haben bzw. noch nicht vollständig überlegt haben. Im Kapital V wird auf die 
Implementierung eingegangen. Es wird erklärt, wie das System richtig ausgeführt 
werden kann. Zum Schluss werden die Probleme bzw. Erweiterungen nochmals 
benannt und es wird ein Ausblick auf künftig anstehende Arbeiten gegeben. 
 
1.2  Aufgabenstellung 
Das Ziel dieser Masterarbeit ist es, das Eingeben aus TSPLIB[9] zu testen, wie der 
Algorithmus läuft und die Qualität für jede Iteration auszuwerten. Wir werden noch 
einige Parameter erforschen, um festzustellen wie sie das Ergebnis beeinflußen. Zum 
Beispiel um die beste Kombination von einigen Parametern zu finden. 
 
Es werden folgende drei Problemen diskutiert. 
1) Problem des Handlungsreisenden (TSP) mit ACO 
Das ist die Einführungsaufgaben. Am Ende stellen wir zwei Ergebnissen vor: 
1. Durchschnittliche Tour-Länge für jede Iteration 

















































































Abbildung 1. 2 TSP & P(E)SP mit ACO 
 
2) TSP & P(E)SP (Tankstellen in Stadt mit einheitlichem Preis) mit ACO 
3) TSP & P(E)SP (Tankstellen in Stadt mit unterschiedlichem Preis) mit ACO 
Das zweite und dritte Problem sind ganz ähnlich. Bei zweiten Problem tankt das Auto 
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bzw. Strom für alle Tankstellen einheitlich angenommen wird. Beim dritten Problem 
entscheidet der Fahrer, wieviel und wo er tankt, um ein günstige und billiger Tour zu 
machen. Wir bekommen folgende Ergebnissen: 
i) Durchschnittliche Tour-Länge für alle Iterationen 
ii) Kürzeste Tour-Länge für bestimmte Iterationen 
iii) Durchschnittliche Kapazität für alle Iterationen 
iv) Kapazitätsablauf auf eine Ameise 
v) Diagramm für gestorbene Ameisen 
vi) Durchschnittliche Kosten für alle Iterationen 
vii) Das Tour mit den niedrigsten Kost für bestimmte Iterationen 
viii) Beste Tour in 3D (Würfel) 
ix) Beste Kombination von Parameter 𝜆 und Konstante c 
 
II. Grundlagen 
2.1   ACO 
Der Ameisenalgorithmus gehört zu den Metaheuristiken für Verfahren der 
kombinatorischen Optimierung, die auf dem modellhaften Verhalten von realen 
Ameisen bei der Futtersuche basieren[1]. Bei der Futtersuche entscheidet die Ameise 
entlang ihres Weges ein Pheromone aus. Angenommen es gibt zwei unterschiedlich 
lange Wege zwischen Futterquellen F und dem Nest N. Die erste Ameise beginnt ihre 
Suche nach Futter auf beiden Wegen etwa gleich häufig. Die Ameisen auf dem 
kürzeren Weg kehrt schneller zurück und bekommt eine höhere 
Pheromonekonzentration. Die folgenden Ameisen wählen diesen kürzesten Weg 
bevorzugt aus. Abbildung 2.1 zeigt, dass nach 4mn doch vier Ameisen den längeren 
Weg gelaufen sind. Aber bei 8mn hat fast keine Ameise bzw. nur eine hat den 
längeren Weg ausgewählt. 
 
 
Abbildung 2. 1 Untersuchung zur Futtersuche von Ameisen[5] 
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2.2   TSP mit ACO 
Das Problem des Handlungsreisenden (Rundreiseproblem oder auf Englisch The 
Salesman Problem oder Traveling Salesperson Problem (TSP)) ist ein 
kombinatorisches Optimierungsproblem der theoretischen Informatik[10]. Die 
Aufgaben ist, eine Reihenfolge von Orten auszuwählen, sodass die gesamte 
Reisestrecke nach der Rückkehr zum Ausgangsort möglichst kurz ist. 
 
 
Abbildung 2. 2 TSP durch die 15 größten Städte Deutschlands[10] 
 
Die Abbildung 2.2 zeigt den Optimalen Reiseweg eines TSP durch die 15 größten 
Städte Deutschlands. 
 
TSP kann sehr effizient mit ACO bearbeitet werden. Hier brauchen wir nur ein 










Abbildung 2. 3 Wichtige Parameter für TSP mit ACO 
Kommentar: 𝜏𝑖,𝑗
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒 ist der Pheromone-Wert von Stadt i nach j. 
Anzahl der Städte: n 
Anzahl der Ameisen: m 
Anzahl der Iterationen: nIteration 
Verdunstung für Pheromone: 𝜌 
Distanz zur nächstgelegenen Stadt mit zufalliger Anfangsstadt: C 
Distanz Pheromone Matrix: 𝜏𝑖,𝑗
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒 wobei i,j sind die StadtID 
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Angenommen wird jede Stadt mit einer natürlichen Zahl {1,2,...,n} notiert. 





C ist die Distanz der nächstegelegenen Stadt mit einer zufälligen Anfangsstadt. Das 
bedeutet, die erste Stadt wird zufällig ausgewählt und gewählt wird immer die nahste 
Stadt, die nahste liegt. Am Ende wird zurückgegangen und gerechnet die gesamte 












Abbildung 2. 4 Distanz zur nächstgelegenen Stadt: C 
 
Zum Beispiel wird zufällig Stadt 1 als Anfangsstadt ausgewählt, dann wird Stadt 2 
gefunden, die naher als Stadt 3 und 4 liegt. Dann geht es zu Stadt 2 und weiter. Am 




𝐶 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(1,2) + 𝑑𝑖𝑠𝑎𝑛𝑐𝑒(2,4) + 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(4,3) + 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(3,1) 
Wobei 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) = √(𝑥𝑖 − 𝑥𝑗)2 + (𝑦𝑖 − 𝑦𝑗)2 (Euklidische Distanz) 
(𝑥𝑖 , 𝑦𝑖) ist die Position von Stadt i. 
 
Meisten sind die initialisierten Pheromone sehr klein, der Grund für diese Wahl ist, 
wenn die ersten Pheromone-Werte zu niedrig sind, wird die erste Tour schnell zu 
minderwertigen Zonen der Suchraum betreffen. Wenn andererseits wenn die 
Initialwerte der Pheromone zu hoch sind, muss man warten, bis Pheromone mit 
Verdunstung genug reduziert wird. Dann erhöht der einzige Pheromone-Wert die 
folgende Iteration und beeinflusst die Auswahl der folgenden Stadt. 
 
Die Anfangsstadt von jeder Tour wird zufällig ausgewählt. Die Ameise erinnert sich 
an die Stadt, die sie schon besucht hat. Sie wählt die folgende Stadt nach 
probabilistischen Regeln aus, falls die Ameise gerade bei Stadt i steht: 









1 → 2 → 4 → 3 → 1 







S: Menge von Städten, die noch nicht besucht wurden 
𝛼: Einfluss von Distanz-Pheromone 
𝛽: Einfluss von Heuristik 
 
Marco Dorigo und Thomas Stützle[7] haben eine bessere Formel vorgestellt, um das 
bessere Ergebnis zu bekommen. Die Ameise steht gerade in Stadt i und wählt als 







𝑞 ist eine Zufallszahl mit 0 ≤ 𝑞 < 1 
𝑞0 ist eine Konstante mit 0 ≤ 𝑞0 ≤ 1 
𝐽 ist die folgende Stadt, die durch 𝑝𝑖𝑗 entschieden wird. 
 




























  𝑖𝑓 𝑞 ≤ 𝑞0
𝐽     𝑠𝑜𝑛𝑠𝑡
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Das System erzeugt eine Zufallszahl 𝑞 im Interval ,0,1): 
1. Falls 𝑞 ≤ 𝑞0: Die Ameise wählt deterministisch die folgende Stadt j aus, sodass 








2. Falls 𝑞 > 𝑞0: Die Ameise wählt undeterministisch die folgende Stadt j aus. Für 
jede noch nicht besuchte Stadt bekommen wir entsprechende Wahrscheinlichkeit 
bzw. 𝑝7,3 𝑝7,5 𝑝7,8 𝑝7,9 und 𝑝7,10. Mit Hilfe von Wahrscheinlichkeitsverteilung 
von allen nicht besuchten Städten zieht sich die Ameise eine Zufallszahl, um die 
folgende Stadt zu bestimmen. 
 










Der erste Teil bedeutet, dass nach jeder Iteration der Pheromone-Wert automatisch 
verdunstet. Das zweite Teil bedeutet, dass die Ameise das Pheromonekonzentration 
erhöht. Je küzer die Tour, wird der höhere Betrag addiert. D.h. die Ameise trifft auf 
die spätere Iteration mit höherer Wahrscheinlichkeit, eine kürzere Tour zu finden. 
Am Ende der Iteration bekommen wir zwei Ergebnissen: 
 
1. Durchschnittliche Tour-Länge für alle Iterationen 
Das Diagramm zeigt die durchschnittlich Länge der Tour mit der Iteration i. 






𝑖 : Länge des Tour bei k-te Ameise auf i-te Iteration 














𝑙 ∈ 𝑆 = *3,5,8,9,10+ 
𝜏𝑖𝑗







𝑘 =  
1
𝐿ä𝑛𝑔𝑒 𝑣𝑜𝑛 𝑇𝑜𝑢𝑟 𝑏𝑒𝑖 𝐴𝑚𝑒𝑖𝑠𝑒 𝑘
:𝐴𝑚𝑒𝑖𝑠𝑒 𝑘 𝑓ä𝑕𝑟𝑡 𝑖 → 𝑗
0 ∶ 𝑠𝑜𝑛𝑠𝑡
 
𝑎𝑖 = 𝑎𝑣𝑔 𝐿1
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Abbildung 2. 6 Durchschnittliche Länge der Tour für alle Iterationen 
 
Wir probieren insgesamt 20 Iterationen wie in Abbildung 2.6 gezeigt. Aus dem 
Diagramm wissen wir, dass die durchschnittliche Länge der ersten Iteration 𝑎1 
höher als anders ist. Die Linie schwankt und wir wissen nicht, auf welcher 
Iteration die kürzere Tour gefunden wird. 
 
2. Das kürzeste Tour für bestimmte Iterationen 
Dieses Diagramm bezeichnet die kürzeste Tour, die auf den bestimmten 
Iterationen gefunden wird. Es ist sinnvoller als das erste Diagramm. Falls auf die 
nächste getestete Iteration doch keine bessere Tour gefunden hat, dann bleibt diese 
ausgewählt. Das bedeutet, dass die Linie nicht mehr aufsteigen wird. Wie in 
Abbildung 2.7 gezeigt haben wir hier insgesamt 20 Iterationen. Die Zahl in 
Klammen (x,y) bedeutet, dass x die Iterationsnummer und y die Ameisenummer 
sind. Zum Beispiel bei der ersten, zweiten und dritten Iteration befindet sich die 
kürzeste Tour auf (1,4). D.h. an der zweiten und dritten Iteration wurde keine 
kürzere Tour gefunden. Auf dem Diagramm kann man sofort erkennen, dass am 
Anfang die länger Tour gefunden wird, nach einigen Iterationen sinkt die Linie 
sehr stark. Dann bleibt die Linie beständig oder sinkt nicht so stark, weil es auf 
späteren Iterationen nahezu die optimale Tour findet. Die optimale bzw. kürzeste 
Tour lautet: (6,5). 
 
 
Abbildung 2. 7 Kürzeste Tour auf bestimmte Iteration 
 
Das noch mehr Analyseergebnis mit Eingabe des TSPLIB[9] werden im dritten 
Kapitel konkret diskutieren. Dort werden wir mit berlin52, die 52 Lokations aus 
Berlin enthält, testen. 
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2.3   GSP 
Das Problem für Benzintankstellen (GSP auf Englisch: The Gas Station Problem) ist 
das heutige heiße Thema, das bei Samir Khuller, Azarakhsh Malekian und Julian 
Mestre[8] vorgestellt wurde. TSP findet die kürzeste Tour, sodass jede Stadt genau 
einmal besucht und am Ende wieder zur Ausgangstadt zurück gefahren wird. Im GSP 







Im allgemeinen Fall ist der Gaspreis nicht überall gleich. So formulieren wir das ganz 









Für das allgemeine GSP muss keine kürzeste Tour gefunden werden, sondern die 
Tour mit den geringsten Kosten. Der Fahrer des Autos soll entscheiden, wieviel 
Benzin er an den Tankstellen tankt. Die optimale Lösung ist, es braucht nicht an allen 
Tankstellen voll zu tanken. Die Idee ist ganz einfach: Wenn der Preis der folgenden 
Tankstellen teuer ist, tankt das Auto so wenig wie möglich aber genug Benzin, um 
die nächste Tankstelle zu erreichen. Sonst tankt das Auto voll. 
(Ich brauche nur genug Benzin, um zur billigeren Tankstellen zu kommen.) 
 
 
Abbildung 2. 8 Beispiel für GSP 
Frage: 
Angenommen Sie planen eine Reise von Leipzig nach München, wie würden 
Sie Ihre Reise planen, so das so wenig Geld wie möglich ausgegeben wird? 
Das Tankstellenproblem (GSP): 
Angenommen Sie haben einen Fahrplan, auf dessen Graph nicht nur die 
Kantenlängen gegeben wird, sondern auch der Benzinpreis jeder Tankstelle. 
Unser Auto hat eine bestimmte Tankkapazität U. Das Ziel ist, eine billige Tour 
von einem Startort S nach einem Zielort T zu finden. 
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Zum Beispiel in Abbildung 2.8 wird gezeigt, dass das Auto versucht, von Stadt S 













Benzin im Tank des Autos für: 10 Km, dass bedeutet, dass das Auto mit voller 
Kapazität maximal 10 km fahren kann. 
 
In der Anfangsstadt fährt das Auto mit leerem Tank und tankt sofort voll. 
Die kürzeste Tour lautet: 
 
 
An der Tankstelle A tankt es wegen der billigeren Tankstellen C genug Benzin: 5km 







Die Tour mit den billigeren Benzinkosten: 
 
 
An der Tankstelle A tankt das Auto wegen der billigeren Tankstelle B genug Benzin: 
2 km. An der Tankstelle B tankt das Auto wegen der teuerenTankstelle C voll: 10 km 







Dieses Beispiel zeigt, dass die Tour mit dem kürzesten Weg mehr Benzinkosten 
verursachen kann. Samir Khuller, Azarakhsh Malekian und Julian Mestre[8,11] 
haben den folgende Satz schon bewiesen: 
Das Benzin im Tank des Autos reicht aus für: 10 Km.  
Benzinpreis auf Tankstelle A: 5 $/km  
Benzinpreis auf Tankstelle B: 2 $/km  
Benzinpreis auf Tankstelle C: 4 $/km  
Distanz von Anfangsstadt S nach Tankstelle A: 10 km  
Distanz von Tankstelle A nach Tankstelle B: 2 km  
Distanz von Tankstelle A nach Tankstelle C: 5 km  
Distanz von Tankstelle B nach Tankstelle C: 6 km  
Distanz von Tankstelle C zur Zielstadt T: 5 km 
𝑆 → 𝐴 → 𝐶 → 𝑇 
𝐺𝑒𝑠𝑎𝑚𝑡𝑘𝑜𝑠𝑡𝑒𝑛 = 5 𝑘𝑚 × 5$ 𝑘𝑚 + 5 𝑘𝑚 × 4
$
𝑘𝑚 = 45 $ 
𝐿ä𝑛𝑔𝑒 𝑑𝑒𝑟 𝑇𝑜𝑢𝑟 = 10 𝑘𝑚 + 5 𝑘𝑚 + 5 𝑘𝑚 = 20 𝑘𝑚 
𝑆 → 𝐴 → 𝐵 → 𝐶 → 𝑇 
𝐺𝑒𝑠𝑎𝑚𝑡𝑘𝑜𝑠𝑡𝑒𝑛 = 2 𝑘𝑚 × 5$ 𝑘𝑚 + 10 𝑘𝑚 × 4
$
𝑘𝑚 = 34 $ 
𝐿ä𝑛𝑔𝑒 𝑑𝑒𝑟 𝑇𝑜𝑢𝑟 = 10 𝑘𝑚 + 2 𝑘𝑚 + 6 𝑘𝑚 + 5 𝑘𝑚 = 23 𝑘𝑚 







Sie haben zusätzlich noch ein kompliziertes Problem diskutiert, eine typische 
Erweiterung ist, dass die Tankstellen mit einem bestimmten kürzeren Abstand nahe 
bei den Städten liegen können. Der Schwerpunkt dieser Masterarbeit ist noch 
komplizierter, aber die Idee des Tankplans ist so ähnlich wie GSP. D.h. die Ameise 
tankt auf der teueren Tankstelle immer mit genug Energie. Das neue Problem heißt 
TSP & P(E)SP. Wobei PSP das Benzintankstellen Problem ist und ESP das 
Stromtankstellen Problem. (PSP ist die englische Abkürzung für: Petrol Station 
Problem und ESP steht für Electricity Station Problem). Zu Anfang formulieren wir 










Im folgenden Abschnitt versuchen wir, das Problem durch ACO durchzuführen. Wir 
nehmen an, dass alle Tankstellen in einer Stadt liegen: 
 
1. Wir haben einen Strompreis und einen Benzinpreis auf jeder Tankstelle. 
2. Der Preis von Strom und Benzin sind auf unterschiedliche Tankstellen 
uneinheitlich. 
 
Das erste Problem ist ganz einfach, weil der Preis auf allen Tankstellen einheitlich ist, 
braucht die Ameise den Preis von folgenden Tankstellen nicht zu vergleichen, 
sondern sie tankt einfach voll. Das Kostenmodell ist auch ganz einfach, der Preis 
wird mit der entsprechenden Distanz multipliziert. Das zweite Problem ist ein wenig 
schwere, man muss hierbei meher überlegen. Weil der Preis von jeder Tankstelle 
unterschiedlich sein kann, entscheidet die Ameise, ob sie bei den aktuellen 
Tankstellen nichts oder voll oder genug Energie tankt. In diesem Fall erhöht sich die 
Anzahl der gestorbenen Ameisen. Es werden wir auf folgende Kapitel mit einem 







Ein Graph mit n Orten und maximal D Tankstellen kann das GSP in 𝑂(𝑛2𝐷𝑙𝑜𝑔𝑛) 
Zeitbedarf und 𝑂(𝑛2) Platzbedarf lösen. 
TSP & P(E)SP: 
Angenommen Sie haben einen Rundreiseplan: Auf dem Graph wird nicht nur 
die Kantenlängen der Städte gegeben sondern auch der Benzinpreis und 
Strompreis für alle Tankstellen. Unser Auto kann nicht nur mit Benzin fahren 
sondern auch mit Strom d.h. es hat zwei bestimmte Tankkapazitäten: 𝑈𝐸für 
Strom und 𝑈𝑃für Benzin. Das Ziel ist, eine Rundtour mit billigen Strom- und 
Benzinkosten so kürzen möglich zu finden. 
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2.4   TSP & P(E)SP-1 mit ACO 
In diesem Abschnitt wird das Problem mit ACO schrittweise erklärt. Nehmen wir an, 
dass alle Tankstellen in der Stadt liegen, falls es in der Stadt entsprechende 










Unser Ziel ist, eine kürzere Tour und gleichzeitig so billig wie möglich zu finden. 
Wir müssen eine ACO mit zwei Objektiven strukturieren. Nehmen wir an, dass wir 








Attribute 𝑖𝑠𝑎𝑙𝑖𝑣𝑒  bedeutet, falls die Ameise unterwegs gerade mit nicht genug 
Benzin und Strom im Tank ist, dass er nicht weiter fahren kann, weisen wir einfach 
false zu. Die Ameise stirbt dort. Die gestorbene Ameise erfuhr keine Beeinflussung 









Es gibt drei boolische Variablen für das Objekt „Stadt“: 
𝑖𝑠𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦𝑆𝑡𝑎𝑡𝑖𝑜𝑛: true falls es Strom-Tankstellen gibt - sonst false. 
𝑖𝑠𝑃𝑒𝑡𝑟𝑜𝑙𝑆𝑡𝑎𝑡𝑖𝑜𝑛: true falls es Benzin-Tankstellen gibt - sonst false. 
𝑖𝑠𝐶𝑒𝑛𝑡𝑒𝑟: true falls es im Zentrum liegt sonst false wenn es ein Dorf ist 
 
Zusätzliche haben wir noch einen Strafgeldpreis und eine Umschaltenstrafe zu 
definieren: 
1. Schritt: Mit Hilfe von ACO entscheidet sich der Fahrer des Autos für 
die folgende Stadt 
2. Schritt: Er entscheidet, wieviel Benzin oder Strom zu tanken 
3. Schritt: Er entscheidet, wie er zur folgenden Stadt zu fahren gedenkt. 
   1) nur mit Benzin oder nur mit Strom 
   2) Abfahren mit Benzin oder Strom mit Umschaltung 
3. Schritt: Am Ende der Iteration wird die Pheromone Matrix aktualisiert. 
Auto: 
Max. Kapazität für Strom in km: 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸  
Max. Kapazität für Benzin in km: 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 
Aktuell Strom im Tank in km : 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 
Akutell Benzin im Tank in km: 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 
Stirbt unterwegs: 𝑖𝑠𝑎𝑙𝑖𝑣𝑒 
Stadt: 
Stadt / Dorf: 𝑖𝑠𝐶𝑒𝑛𝑡𝑒𝑟 
Preis für Strom: 𝑝𝑟𝑖𝑐𝑒𝐸 
Preis für Benzin: 𝑝𝑟𝑖𝑐𝑒𝑃 
Strom-Tankstellen(j/n): 𝑖𝑠𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦𝑆𝑡𝑎𝑡𝑖𝑜𝑛 
Benzin-Tankstellen(j/n): 𝑖𝑠𝑃𝑒𝑡𝑟𝑜𝑙𝑆𝑡𝑎𝑡𝑖𝑜𝑛 
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Strafgeldpreis 𝒑𝒓𝒊𝒄𝒆𝑷𝒆𝒏𝒂𝒍𝒕𝒚:  
Falls der Weg im Zentrum liegt und das Auto doch mit Benzin fahren möchte, 
hat das Auto zusäztliches Strafgeld zu bezahlen. Wir finden die Tour, die mit 
geringem Kohlendioxid im Zentrum produziert wird. Auch der Umweltschutz 
spielt es eine große Rolle. 
 
Umschaltenstrafe 𝒔𝒘𝒊𝒕𝒄𝒉𝑷𝒆𝒏𝒂𝒍𝒕𝒚:  
Falls zum Beispiel die Ameise auf einer Bergaufstraße lieber mit Benzin fahren 
möchte, fährt sie wegen keinem oder zu wenig Benzin im Tank trotzdem 
teilweise oder total mit Strom. In diesem Fall verursacht die Ameise zusätzliche 
Kosten über Stromverau. D.h. das erhöht die gesamten Kosten. 
 














Wobei 𝑛: Anzahl der Städte. 
 
Wir bauen wieder eine neue gesamte Pheromone Matrix für Kosten, die bezüglich für 





Wobei 𝒄: Konstante bzw. die Gewichtung von Benzinpheromone 
 
Weil die Preise von Benzin und Strom einheitlich auf allen Tankstellen sind, braucht 
die Ameise den Preis nicht zu vergleichen. D.h. falls das Auto in einer neuen Stadt 
angekommen ist, tankt das Auto voll, wenn es in der Stadt entsprechende Tankstellen 
gibt. Hier werden wir den Algorithmus auf eine Iteration schrittweise erklären und 




Strom Pheromone Matrix: 𝜏𝑖𝑗
𝐸  
Benzin Pheromone Matrix: 𝜏𝑖𝑗
𝑃  








𝑐𝑜𝑠𝑡 = (1 − 𝒄)𝜏𝑖𝑗
𝐸 + 𝒄𝜏𝑖𝑗
𝑃  
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Abbildung 2. 9 Gesamte Pheromone-Matrix für Kosten 
 
1. Die Ameise fängt mit leeren Tanks für Benzin und Strom an und wählt zufällig 






Gehe zum 2. Schritt 
 





Gehe zum 3. Schritt 
 
3. Berechne die Kosten von der aktuellen Stadt zur noch nicht besuchten Stadt: 
Seien 𝑖:  Die Ameise steht in der Stadt 𝑖. 








𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 0 𝑘𝑚 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 0 𝑘𝑚 
𝑆 = *𝑎𝑙𝑙𝑒 𝑆𝑡𝑎𝑑𝑡+ − *𝑏𝑒𝑔𝑖𝑛𝐶𝑖𝑡𝑦+ 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸: Falls dort Strom-Tankstelle gibt. 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃: Falls dort Benzin-Tankstelle gibt. 
𝑐𝑜𝑠𝑡𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦(𝑖, 𝑗) = 𝑑𝐸 × 𝑝𝑟𝑖𝑐𝑒𝐸 + 𝑠𝑤𝑖𝑡𝑐𝑕𝐸(𝑑𝐸) 
𝑐𝑜𝑠𝑡𝑃𝑒𝑡𝑟𝑜𝑙(𝑖, 𝑗) = 𝑑𝑃 × 𝑝𝑟𝑖𝑐𝑒𝑃 + 𝑠𝑤𝑖𝑡𝑐𝑕𝑃(𝑑𝑃) 
𝑐𝑜𝑠𝑡𝑃𝑒𝑛𝑎𝑙𝑡𝑦(𝑖, 𝑗) = 𝑝𝑒𝑛𝑎𝑙𝑡𝑦(𝑑𝑃) 
∀𝑗 ∈ 𝑆: 𝑐𝑜𝑠𝑡(𝑖, 𝑗) = 𝑐𝑜𝑠𝑡𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦(𝑖, 𝑗) + 𝑐𝑜𝑠𝑡𝑃𝑒𝑡𝑟𝑜𝑙(𝑖, 𝑗) + 𝑝𝑒𝑛𝑎𝑙𝑡𝑦(𝑑𝑃) 
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𝑑𝐸: Ameise fährt von Stadt i nach j mit Strom in Abstand 𝑑𝐸 
𝑑𝑃: Ameise fährt von Stadt i nach j mit Benzin in Abstand 𝑑𝑃 
 





𝑠𝑤𝑖𝑡𝑐𝑕𝐸(𝑑𝐸): Umschaltenstrafkosten für Strom. 











Wir müssen noch zusätzlich eine Funktion definieren. Mit Hilfe dieser Funktion 
entscheidet die Ameise, ob sie mit Benzin oder Strom abfahren möchte. Diese 









𝛾 ist Anstiegwinkel von Straßen, hier weisen wir einfach eine Konstante als 𝜋/6 
zu. Falls der Preis von Benzin höher als der Preis von Strom ist , erhöht sich 
𝑓𝑖→𝑗 𝜏𝑖𝑗
𝐸  . 𝑐  ist eine sogenannte Konstante der Gewichtung des 






− 1  bedeutet, dass 𝑐 
gegenproportional zu 𝑓𝑖→𝑗 𝜏𝑖𝑗
𝐸  ist. Falls die Straße bergauf verläuft, halbiert sich 
𝑓𝑖→𝑗 𝜏𝑖𝑗
𝐸  . Das bedeutet, dass die Ameise bevorzugt mit Benzin fährt. Falls die 
Straße bergab ist, vergrößert sich 𝑓𝑖→𝑗 𝜏𝑖𝑗
𝐸 , die Ameise fährt bevorzugt mit 
Strom. Dann diskutieren wir folgende Fälle: 
𝐹𝑎𝑙𝑙𝑠 𝐴𝑚𝑒𝑖𝑠𝑒 𝑛𝑖𝑐𝑕𝑡 𝑖𝑛 𝑆𝑡𝑎𝑑𝑡 𝑖 𝑠𝑡𝑖𝑟𝑏𝑡:𝑑𝐸 + 𝑑𝑃 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) 
𝑆𝑜𝑛𝑑𝑒𝑟𝑛:𝑑𝐸 = 𝑑𝑃 = 0 𝑘𝑚 
𝑠𝑤𝑖𝑡𝑐𝑕𝐸(𝑑𝐸) =  𝑠𝑤𝑖𝑡𝑐𝑕
𝑃𝑒𝑛𝑎𝑙𝑡𝑦 × 𝑑𝐸:𝑈𝑚𝑠𝑐𝑕𝑎𝑙𝑡𝑒𝑛 𝑣𝑜𝑛 𝐵𝑒𝑛𝑧𝑖𝑛 → 𝑆𝑡𝑟𝑜𝑚
0                                                    ∶ 𝑠𝑜𝑛𝑠𝑡
 
𝑠𝑤𝑖𝑡𝑐𝑕𝑃(𝑑𝑃) =  𝑠𝑤𝑖𝑡𝑐𝑕
𝑃𝑒𝑛𝑎𝑙𝑡𝑦 × 𝑑𝑃:𝑈𝑚𝑠𝑐𝑕𝑎𝑙𝑡𝑒𝑛 𝑣𝑜𝑛 𝑆𝑡𝑟𝑜𝑚 → 𝐵𝑒𝑛𝑧𝑖𝑛
0                                                    ∶ 𝑠𝑜𝑛𝑠𝑡
 
𝑝𝑒𝑛𝑎𝑙𝑡𝑦(𝑑𝑃) =  𝑝𝑟𝑖𝑐𝑒
𝑃𝑒𝑛𝑎𝑙𝑡𝑦 × 𝑑𝑃: 𝑓𝑎𝑙𝑙𝑠 𝑑𝑃 𝑖𝑛 𝑍𝑒𝑛𝑡𝑟𝑢𝑚 𝑙𝑖𝑒𝑔𝑡














×  1 − 𝑠𝑖𝑛(𝛾) × 𝜏𝑖𝑗




















𝑃 < 𝑓𝑖→𝑗 𝜏𝑖𝑗
𝐸  : Auto versucht, mit Strom zu starten 
I. 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 ≥ 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) 
 
 
II. 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 < 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) und 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 + 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 ≥ 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) 
 
 







𝑃 ≥ 𝑓𝑖→𝑗 𝜏𝑖𝑗
𝐸  : Auto versucht, mit Benzin zu starten 
I. 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 ≥ 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) 
 
 
II. 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 < 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) und 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 + 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 ≥ 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) 
 
 
Fahren mit Storm Fahren mit Benzin 
𝑑𝐸 = 𝑑𝑃 = 0 𝑘𝑚 
𝑠𝑤𝑖𝑡𝑐𝑕𝐸(𝑑𝐸) = 0 € 
𝑠𝑤𝑖𝑡𝑐𝑕𝑃(𝑑𝑃) = 0 € 
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Falls die Kostrechnung aller Stadt j aus Menge 𝑆 gerechnet sind, geht es zum 4. 
 
4. Die folgende Stadt zu bestimmen. Wir definieren eine probabilistishe Regel: 







𝑁𝑆: Menge der Städte, bei denen die Kosten größer als 0 sind, das bedeutet, dass 
die Ameise erfolgreich in der Stadt ankommen kann. 
 𝑖𝑗











Die Ameise wählt die folgende Stadt undeterministisch nach dem Ergebnis der 










5. Strom und Benzin im Tank aktualisieren. 








𝑑𝐸 = 𝑑𝑃 = 0 𝑘𝑚 
𝑠𝑤𝑖𝑡𝑐𝑕𝐸(𝑑𝐸) = 0 € 
𝑠𝑤𝑖𝑡𝑐𝑕𝑃(𝑑𝑃) = 0 € 



















: 𝑙 ∈ 𝑁𝑆
0 ∶ 𝑠𝑜𝑛𝑠𝑡
 
∀𝑙 ∈ 𝑆: 𝑝𝑖𝑙 = 0 
1).Falls erfolgreich die folgende Stadt ausgewählt wird, geht es zum 5. 
Schritt 
2). Falls keine günstige folgende Stadt ausgewählt wird, bedeutet das: 
D.h. findet die Ameise keine erreichbare Stadt, verlässt sie die Schleife 
und geht es zum 6. Schritt 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑑𝐸 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 − 𝑑𝑃 
𝑆 = 𝑆 − *𝑗+ 
𝑖 = 𝑗 
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Die Ameise wird wiederrum voll getankt werden, wenn es in der Stadt j eine 





Fall 𝑆 ≠ ∅: wiederum gehen zum 3. Schritt um eine neue folgende Stadt zu 
besuchen. Sonst geht es zum Schritt 6. 
 












Hat die Ameise nicht genug Benzin und Strom im Tank, stirbt sie. 
Sonst fährt die Ameise von i nach 𝑏𝑒𝑔𝑖𝑛𝐶𝑖𝑡𝑦  mit Hilfe der 








7. Am Ende von jeder Iteration wird das Pheromone automatisch aktualisiert. 







2). Alle nicht dominierten lebendigen Ameisen beeinflussen den Pheromone Wert. 
Zuerste müssen wir den Begriff der nicht-dominierten Tour definieren. Die 
lebendige Ameise A mit (𝐾𝑜𝑠𝑡𝐴, 𝐿ä𝑛𝑔𝑒𝐴) dominiert die lebendige Ameise 
B(𝐾𝑜𝑠𝑡𝐵, 𝐿ä𝑛𝑔𝑒𝐵) oder einfach 𝐴(𝐾𝑜𝑠𝑡𝐴, 𝐿ä𝑛𝑔𝑒𝐴) ≻ 𝐵(𝐾𝑜𝑠𝑡𝐵, 𝐿ä𝑛𝑔𝑒𝐵): 
 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸: Falls dort Strom-Tankstelle gibt. 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃: Falls dort Benzin-Tankstelle gibt. 
Falls 𝑆 ≠ ∅: Die Ameise irgendwo steht mit unzureichendem Benzin und 
Strom und weiter fahren kann. Er stirbt: 𝑖𝑠𝑎𝑙𝑖𝑣𝑒 = 𝑓𝑎𝑙𝑠𝑒 
Sonst: Die Ameise hat bis jetzt alle Städte einmal besucht und versucht wieder, 
zur Anfangsstadt zurück zu kehren. 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 + 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 < 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖,𝑏𝑒𝑔𝑖𝑛𝐶𝑖𝑡𝑦): 
𝑖𝑠𝑎𝑙𝑖𝑣𝑒 = 𝑓𝑎𝑙𝑠𝑒 
Falls alle Ameisen durchgelaufen sind und alle Ameisen tot sind:  
Stopp den Algorithmus mit der Ausgabe „FEHLER“!  
Falls alle Ameisen durchgelaufen sind und mindestens eine nicht tot ist:  
Gehen zum 7. Schritt, um die Pheromone Matrix zu aktualisieren  
Sonst: Gehen zum 1. Schritt um neue Ameisen laufen zu lassen. 
𝜏𝑖𝑗
𝐸 = (1 − 𝜌) × 𝜏𝑖𝑗
𝐸 , 𝜏𝑖𝑗
𝑃 = (1 − 𝜌) × 𝜏𝑖𝑗
𝑃  
𝜏𝑖𝑗
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒 = (1 − 𝜌) × 𝜏𝑖𝑗
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒 







Abbildung 2. 10 Nicht dominierte Tour 
 
Wie in Abbildung 2.10 gezeigt wird, befinden sich auf dem Diagramm insgesamt 
10 Touren, hiervon dominieren vier Tour die anderen sechs Touren. Deswegen 
beeinflussen diese vier Touren auf die Pheromone Matrix. Zusätzlich definieren 
wir eine Konstante Δ =
1
#𝐴𝑛𝑡𝑠
, falls eine nicht dominierte lebendige Ameise 
von Stadt i nach Stadt j gefahren ist, wird der entsprechende Pheromone Wert um 
einen bestimmten Anteil von Δ erhöht. Zum Beispiel fährt eine nicht dominierte 
lebendige Ameise von Stadt i nach j. Sie hat mit 𝑐𝑜𝑠𝑡𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦(𝑖, 𝑗) soviel 










𝑐𝑜𝑠𝑡(𝑖, 𝑗) = 𝑐𝑜𝑠𝑡𝑃𝑒𝑡𝑟𝑜𝑙(𝑖, 𝑗) + 𝑐𝑜𝑠𝑡𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦(𝑖, 𝑗) + 𝑐𝑜𝑠𝑡𝑃𝑒𝑛𝑎𝑙𝑦(𝑖, 𝑗) 
 
Das intuitive Ablaufdiagramm sieht wie Abbildung 2.11 aus. Zuerst definieren 
wir folgende Parameter, die sich auf das Diagramm beziehen. 
 
𝐴(𝐾𝑜𝑠𝑡𝐴, 𝐿ä𝑛𝑔𝑒𝐴) ≻ 𝐵(𝐾𝑜𝑠𝑡𝐵, 𝐿ä𝑛𝑔𝑒𝐵): (𝐾𝑜𝑠𝑡𝐴 ≤ 𝐾𝑜𝑠𝑡𝐵 















𝐷𝑖𝑠𝑡𝑎𝑛𝑐𝑒 + Δ 


















































𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 0 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 0 
Ameisen wählen 𝑏𝑒𝑔𝑖𝑛𝐶𝑖𝑡𝑦 zufällig 
currentCityID=beginCity. 
S={alle StädteIDs}-{beginCity} 
Ameise tankt voll,  
falls es der currentCityID 
entsprechende Tankstellen gibt. 
∀𝑗 ∈ 𝑆: 𝑐𝑜𝑠𝑡(𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑖𝑡𝑦𝐼𝐷, 𝑗) 
Rechnen Kosten von currentCityID 
zu allen noch nicht besuchten Städten 





𝑆 = 𝑆 − *𝑗+ 
Fahrt die Ameise von  
currentCityID nach j: 




𝑆 = ∅? 
Ameise tot: 




Ameise gehen zurück 
nach beginCity: 


































Abbildung 2. 12 Parametererklärung von Ablaufdiagramm 
 
Rot markierte Kuglen bedeutet, dass das Programm einen „
FEHLER“ ausgegeben hat. In diesem Fall sind alle Ameisen einer Iteration tot. 
Bis jetzt haben wir den Algorithmus konkret erklärt und nachfolgend machen wir 
ein einfaches Beispiel, um den Algorithmus bessere verstehen zu können. Am 



















Abbildung 2. 13 Beispiel für TSP & E(P)SP-1 mit ACO 
 
Benzintankstellen in 50% bedeutet, dass es in 50% der Städte Benzintankstellen gibt. 
Abbildung 2.15 zeigt, dass nur in 2 Städte Benzintankstellen gibt. Das Programm 
setzt zufällig zwei Städte mit Benzintankstellen. Das ist analog für Stromtankstellen 
in 50%, Dörfer in 50% und Straßen bergauf in 50%. Skalen von Stadtkarten 3 𝑘𝑚−1 
bedeutet, dass die Breite oder Länge von Glatter gleich 
100
6
 km wie es in Abbildung 
2.15 zeigt. Nachdem das Programm ausgeführt wird, aktualisiert das Programm 
zusätzliche Inforation bzgl. Städte und Straßen. Dann bekommen wir folgende 
Tabellen von Stadt- und Straßeninformationen: 
Anzahl der Städte: nCity 
Anzahl der Ameisen: nAnt 
Anzahl der Iterationen: nIteration 
Menge der noch nicht besuchten Städte: S 
Gerade aktuelle Iteration: nCIteration 
Gerade aktuelle Ameise: nCAnt 
Gerade laufende Ameise steht in Stadt: currentCityID 
Anzahl von Ameisen: 10 
Anzahl der Iterationen: 20 
Verdunstung 𝜌 : 0,01 
Preis von Strom: 1 € / Km 
Preis von Benzin: 2 € / Km 
Preis von Strafgeld: 1,5 € / Km 
Preis für Umschaltenstraf: 0,1  € / Km 
Lamda 𝜆: 0,1 
Konstante 𝑐 : 0,5 
Benzintankstellen in: 50% der Städte 
Stromtankstellen in: 50% der Städte 
Dörfer in: 50% der Städte 
Straße geht bergauf in : 50% der Straßen 
Skalen von Stadtkarten: 3 𝑘𝑚−1 
Max. Kapazität für Strom: 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 150 𝑘𝑚 













Abbildung 2. 14 Information über Städte und Straßen 
 
Abbildung 2. 15 Erhaltene Tour von der 1. und 2. Iteration 
 
Es werden insgesamt 200 Ameise durchlaufen gelassen und der Pheromone Wert 
wurde 20 mal mit nicht dominierte lebendige Ameise aktualisiert. Wir stellen in 
Abbildung 2.15 beispielweise 2 Iterationen vor, aus jeder Iteration resultieren 10 
Touren, die mit rot markierte Touren sind ungünstig bzw. gestorbene Ameisen. Sie 
stoppen in einer beliebigen Stadt wegen unzureichendem Benzin und Strom im Tank. 
Wir wählen eine Tour, wobei die 6. Ameise der 1.Iteration (4 → 1 → 2 → 5 → 3 → 4)  
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Abbildung 2. 16 Die Tour der 6.Ameise der 1.Iteration 
 
gefunden wurden, um das schrittweise zu erklären. Zuerst möchten wir das 
entsprechende Ablaufdiagramm in Abbildung 2.16 zeichnen. Zu Anfang werden alle 





Die Abbildung 2.17 zeigt, dass bzgl. der ersten Iteration der Pheromone Wert außer 
im Diagonal mit 0,25 initialisiert wird. 
 
Abbildung 2. 17 Initialisierung der 3-Pheromone Matrix 
 


















Anfangsstadt: 𝑏𝑒𝑔𝑖𝑛𝐶𝑖𝑡𝑦 = 4 
Der Menge der nicht besuchten Städte: 𝑆 = *1,2,3,5+ 
Die Ameise steht gerade in: 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑖𝑡𝑦𝐼𝐷 = 4 
Aktuell Strom im Tank: 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 0 
Aktuell Benzin im Tank: 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 0 
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Weil es bei Stadt 4 eine Strom-Tankstelle aber keine für Benzin gibt, tankt die 




Wie Abbildung 2.16 zeigt, hat die Ameise in Stadt 4 einen vollen Stromtank und 
leeren Benzintank. Dann rechnet die Kosten von 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑖𝑡𝑦𝐼𝐷 = 4 nach allen 
Städten aus 𝑆: 
 
Für 𝒋 = 𝟏 ∈ 𝑺 = *𝟏, 𝟐, 𝟑, 𝟓+: 
In der Tabelle der Straßen aus Abbildung 2.14 sehen wir, dass es von Stadt 4 nach 1 










𝑃 = 0,25 < 0,75 = 𝑓4→1 𝜏4,1











𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 150 𝑘𝑚 > 101,23 𝑘𝑚 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(4,1): 











Aktuell Strom im Tank: 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 150 𝑘𝑚 





















= 2 × 1 × 1,5 × 𝜏4,1
𝐸  
= 3𝜏4,1
𝐸 = 3 × 0,25 = 0,75 
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(4,1) = √(𝑥4 − 𝑥1)2 + (𝑦4 − 𝑦1)2
= √(477 − 217)2 + (280 − 123)2 




= 101,23 𝑘𝑚 
𝑑𝐸 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(4,1),𝑑𝑃 = 0 𝑘𝑚 
𝑠𝑤𝑖𝑡𝑐𝑕𝐸(𝑑𝐸) = 𝑠𝑤𝑖𝑡𝑐𝑕𝑃(𝑑𝑃) = 0 € 








𝑐𝑜𝑠𝑡𝑃𝑒𝑛𝑎𝑙𝑡𝑦(4,1) = 0€ 
𝑐𝑜𝑠𝑡(4,1) = 101,23€ 
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Für  𝒋 = 𝟐 ∈ 𝑺 = *𝟏, 𝟐, 𝟑, 𝟓+: 
In der Tabelle der Straßen aus Abbildung 2.14 sehen wir, dass es von Stadt 4 nach 2 










𝑃 = 0,25 ≥ 0,25 = 𝑓4→2 𝜏4,2











𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 0 𝑘𝑚 < 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(4,2) und 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 150 𝑘𝑚 > 65,6 𝑘𝑚 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(4,2): 
Die Ameise in Stadt 4 fährt wegen fehlendem Benzin im Tank nach Stadt 2 mit Strom. 















Für  𝒋 = 𝟑 ∈ 𝑺 = *𝟏, 𝟐, 𝟑, 𝟓+: 
In der Tabelle der Straßen aus Abbildung 2.14 erkennen wir, dass es von Stadt 4 nach 





















= 2 × 1 × 0,5 × 𝜏4,2
𝐸  
= 𝜏4,2
𝐸 = 0,25 
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(4,2) = √(𝑥4 − 𝑥2)2 + (𝑦4 − 𝑦2)2
= √(477 − 444)2 + (280 − 86)2 




= 65,6 𝑘𝑚 
𝑑𝐸 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(4,2),𝑑𝑃 = 0 𝑘𝑚 




𝑠𝑤𝑖𝑡𝑐𝑕𝑃(𝑑𝑃) = 0 € 
𝑐𝑜𝑠𝑡𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦(4,2) = 𝑑𝐸 × 𝑝𝑟𝑖𝑐𝑒𝐸 + 𝑠𝑤𝑖𝑡𝑐𝑕𝐸(𝑑𝐸) 
= 65,6 𝑘𝑚 × 1
€
𝑘𝑚
+ 6,56€ = 72,16€ 




𝑐𝑜𝑠𝑡𝑃𝑒𝑛𝑎𝑙𝑡𝑦(4,2) = 0€ 
𝑐𝑜𝑠𝑡(4,2) = 72,16€ 










𝑃 = 0,25 ≥ 0,25 = 𝑓4→3 𝜏4,3











𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 0 𝑘𝑚 < 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(4,3) und 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 150 𝑘𝑚 > 46,6 𝑘𝑚 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(4,3): 














Für  𝒋 = 𝟓 ∈ 𝑺 = *𝟏, 𝟐, 𝟑, 𝟓+: 
In der Tabelle der Straßen aus Abbildung 2.14 erkennen wir, dass es von Stadt 4 nach 



























= 2 × 1 × 0,5 × 𝜏4,3
𝐸  
= 𝜏4,3
𝐸 = 0,25 
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(4,3) = √(𝑥4 − 𝑥3)2 + (𝑦4 − 𝑦3)2
= √(477 − 558)2 + (280 − 166)2 






















𝐸 = 2 × 0,25 = 0,5 
𝑑𝐸 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(4,3),𝑑𝑃 = 0 𝑘𝑚 




𝑠𝑤𝑖𝑡𝑐𝑕𝑃(𝑑𝑃) = 0 € 
𝑐𝑜𝑠𝑡𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦(4,3) = 𝑑𝐸 × 𝑝𝑟𝑖𝑐𝑒𝐸 + 𝑠𝑤𝑖𝑡𝑐𝑕𝐸(𝑑𝐸) 
= 46,6 𝑘𝑚 × 1
€
𝑘𝑚
+ 4,66€ = 51,26€ 




𝑐𝑜𝑠𝑡𝑃𝑒𝑛𝑎𝑙𝑡𝑦(4,3) = 0€ 
𝑐𝑜𝑠𝑡(4,3) = 51,26€ 
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Wegen 𝜏4,5
𝑃 = 0,25 < 0,5 = 𝑓4→5 𝜏4,5











𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 150 𝑘𝑚 > 48,8 𝑘𝑚 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(4,5): 


















Die Menge aller erreichbaren Städte lautet: 𝑁𝑆 = *1,2,3,5+ = 𝑆, dann rechnen wir 
die Wahrscheinlichkeit von Städten aus 𝑁𝑆 durch propabilisitsche Regeln: 
 
𝜏4,1
𝑐𝑜𝑠𝑡 = (1 − 𝑐)𝜏4,1
𝐸 + 𝑐𝜏4,1
𝑃 = (1 − 0,5) × 0,25 + 0,5 × 0,25 = 0,25 
𝜏4,2
𝑐𝑜𝑠𝑡 = (1 − 𝑐)𝜏4,2
𝐸 + 𝑐𝜏4,2
𝑃 = (1 − 0,5) × 0,25 + 0,5 × 0,25 = 0,25 
𝜏4,3
𝑐𝑜𝑠𝑡 = (1 − 𝑐)𝜏4,3
𝐸 + 𝑐𝜏4,3
𝑃 = (1 − 0,5) × 0,25 + 0,5 × 0,25 = 0,25 
𝜏4,5
𝑐𝑜𝑠𝑡 = (1 − 𝑐)𝜏4,5
𝐸 + 𝑐𝜏4,5
































𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(4,5) =  (4𝑥 − 5𝑥)2 + (4𝑦 − 5𝑦)2
= √(477 − 360)2 + (280 − 192)2 




= 48,8 𝑘𝑚 
𝑐𝑜𝑠𝑡(4,1) = 101,23 € 
𝑐𝑜𝑠𝑡(4,2) = 72,16 € 
𝑐𝑜𝑠𝑡(4,3) = 51,26 € 
𝑐𝑜𝑠𝑡(4,5) = 48,8 € 
𝑑𝐸 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(4,5),𝑑𝑃 = 0 𝑘𝑚 
𝑠𝑤𝑖𝑡𝑐𝑕𝐸(𝑑𝐸) = 𝑠𝑤𝑖𝑡𝑐𝑕𝑃(𝑑𝑃) = 0 € 








𝑐𝑜𝑠𝑡𝑃𝑒𝑛𝑎𝑙𝑡𝑦(4,5) = 0€ 
𝑐𝑜𝑠𝑡(4,5) = 48,8€ 














































































































































































































































0,003 + 0,003 + 0,004 + 0,005
= 0,33 
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D.h. für Stadt 1 und 2 hat jede 20% Wahrscheinlichkeit als die folgende Stadt, die 
Wahrscheinlichkeit für Stadt 3 und 5 beträgt 27% bzw. 33%. Wie Abbildung 2.16 
zeigt, dass die Ameise die undeterministische Stadt 1 als folgende Stadt ausgewählt 








In Stadt 1 gibt es eine Benzintankstelle, die Ameise tankt Benzin voll und fährt weiter. 
Falls alle Städte schon einmal besucht wurden, versucht die Ameise zu der 
Anfangsstadt 𝑏𝑒𝑔𝑖𝑛𝐶𝑖𝑡𝑦  wieder zurückzukehren. Die Abbildung 2.18 zeigt den 
Kapazitätverlauf der Tour (1,6) von Benzin und Strom im Tank. Wir vergleichen mit 
Abbildung 2.16, an der linken oberen Ecke steht der Endstand der Ameise. Aber dort 
wissen wir nicht, welche Stadt die Ameise als Anfangsstadt ausgewählt hat. Aus der 
Abbildung 2.18 wissen wir sofort, dass die Ameise Stadt 4 als Anfangsstadt 
ausgewählt hat. Zudem ist interessant, dass die Ameise von Stadt 1 nach 2 abfährt mit 
Strom und wegen nicht genüger Kapazität umschaltet nach Benzin während der Fahrt. 
Aber in der Abbildung 2.18 erkennen wir nicht, wie sie unterwegs umschaltet. 
 
 
Abbildung 2. 18 Diagramm des Ablaufs der Kapazität für (1,6) 
 
 
Abbildung 2. 19 Durchschnittlich Kapazität im Tank für die 1.Iteration 
 
= 150 − 𝑑𝐸 = 150 − 101,23 = 48,77 𝑘𝑚 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑖𝑡𝑦𝐼𝐷 = 1 
𝑆 = 𝑆 − *1+ = *2,3,5+ 
Aktueller Strom im Tank: 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸: 
Aktuell Benzin im Tank: 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 0 𝑘𝑚 
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Zusätzlich haben wir noch ein anderes Diagramm, das für jede Stadt die 
durchschnittliche Kapazität von Strom und Benzin auf eine Iteration bezieht. Zum 
Beispiel zeigt die Abbildung 2.19 die durchschnittliche Kapazität von Benzin und 
Strom im Tank für die 1.Iteration. Aus dem Graphen können wir erkennen, dass die 
Ameise in Stadt 1 mit weniger Strom doch mehr Benzin hat, das ist klar, weil es in 
Stadt 1 nur Benzintankstellen gibt und dort tankt die Ameise voll. Wir geben noch ein 
Beispiel, dass die Ameise unterwegs stirbt. Wie in Abbildung 2.20 stribt die Ameise 
in Stadt 3: 
 
Abbildung 2. 20 Beispiel für eine ungünstige Tour(1,1) 
 
Falls alle Ameisen der 1.Iteration gefahren sind, versuchen die lebendige Ameisen, 
die Pheromone Matrix zu aktualisieren. 
 
Abbildung 2. 21 Nicht dominierte Tour für 1.Iteration 
 









𝐹ü𝑟  𝑖 ≠ 𝑗: 𝜏𝑖𝑗
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒 = (1 − 𝜌) × 𝜏𝑖𝑗
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒 = (1 − 0,01) × 0,25 = 0,248 
𝐹ü𝑟  𝑖 ≠ 𝑗: 𝜏𝑖𝑗
𝐸 = (1 − 𝜌) × 𝜏𝑖𝑗
𝐸 = (1 − 0,01) × 0,25 = 0,248 
𝐹ü𝑟  𝑖 ≠ 𝑗: 𝜏𝑖𝑗
𝑃 = (1 − 𝜌) × 𝜏𝑖𝑗
𝑃 = (1 − 0,01) × 0,25 = 0,248 
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Analog für Kante 5 → 2, 2 → 3, 3 → 4, 4 → 1. Falls alle Kanten der Tour (1,3) und 
(1,10) durchgelaufen sind, bekommen wir die neue Pheromone Matrix: 
 
Abbildung 2. 22 Pheromone Matrix für die 2. Iteration 
 
Bis jetzt haben wir den Algorithmus deutlich erklärt, nachfolgend werden wir das 
Ergebnis kurz beschreiben: 
 
1.  Durchnittliche Tour-Länge für jede Iteration 
Die Abbildung 2.23 zeigt für das obige Beispiel die durchnittliche Länge von der 
Iteration, die horizontal steht: 
 
Abbildung 2. 23 Durchnittliche Länge der Tour für jede Iteration 
1 → 5: 
𝜏1,5
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒 = 𝜏1,5
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Weil im Beispiel so wenige Iterationen vorkommen und diese nur einmal durchgelauft ist, 
ist das Ergebnis nicht sinnvoll. Wir werden im nächsten Kapitel mit mehr Städten agieren 
bzw. die Daten aus TSPLIB[9] probieren und mehrfach duchlaufen lassen, so bekommen 
wir einige Tabellen und berechnen das durchschnittliche Ergebnis und prüfen die Qualität. 
Die bisher kürzeste Tour lautet: (15,3) und die Länge beträgt 271,42 km, das wird im 
folgenden Diagramm deutlich gezeigt. 
 
2.  Die kürzeste Tour für eine bestimmte Iteration 
 
 
Abbildung 2. 24 Kürzeste Tour für eine bestimmte Iteration 
 
Dieses Diagramm bezeichnet die kürzeste Tour, die in einer bestimmten Iteration 
gefunden wird. Die Abbildung 2.24 zeigt, dass die dritte Ameise der ersten Iteration eine 
kürzere Tour findet. Aber diese Tour ist trotzdem nicht optimal, in der 4. Iteration hat die 
zweite Ameise (4,2) eine noch kürzere Tour gefunden. Aus der Abbildung können wir 
sofort ableiten, dass die kürzeste gefundene Tour am Ende der Iteration (15,3) ist. 
Zusätzlich können wir noch die Standardabweichung für alle Iterationen sehen. Die 
Abbildung 2.25 zeigt, dass in einer späteren Iteration ein geringerer Betrag steht. Das 
bedeutet, bei später Iterationen schwankt die Linie nicht so stark bzw. alle Ameisen aus 
späteren Iterationen sind ganz ähnlicher Länge, die nahe bei einer optimalen Tour liegen. 
  
 
Abbildung 2. 25 Standardabweichung für alle Iterationen 
 
3. Diagramm für gestorbene Ameisen für alle Iterationen 
Dieses Diagramm stellt die Anzahl der gestorbenen Ameisen in laufenden Iterationen 
vor. Abbildung 2.26 zeigt, dass in der 3. Iteration nur 1 Ameise tot ist. Aus dem 
Diagramm können wir die Eingabendaten oder den Stadtplan auswerten. Je mehr 
lebendige Ameisen es gibt, desto mehr nicht dominierte Ameisen werden erzeugt und 
beeinflussen das Pheromone stark. Das bedeutet, das Ergebnis geht schnell nahe zur 
optimalen Lösung. Wir können feststellen, dass ein Graph mit weniger gestorbenenen 
Ameisen einen besseren Stadtplan liefert. Falls mehrere Ameisen tot sind, können wir  
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Abbildung 2. 26 Anzahl der gestorbenen Ameisen in der laufenden Iteration 
 
Abbildung 2. 27 Durchnittliche Kosten der Tour für alle Iterationen 
 
vermuten, ob es noch zusätzlich Tankstellen einzufügen sind. Im anderen Fall können 
wir noch überprüfen, ob es zuviele Tankstellen gibt. 
 
4. Durchnittliche Kosten der Tour für alle Iterationen 
Aus der Abbildung 2.27 bekommen wir die Linie über drei Arten von Kosten. Wir 
können erkennen, dass bei der 9. Iteration eine größere Senkung von Benzin und 
Strafgeld aber eine Steigung von Strom gibt. In einer späteren Iteration versucht die 
Ameise, mehr Strom bzw. weniger Benzin durchlaufen zu lassen. Am Ende 
bekommen wir die billigste Tour, wie es in der Ecke oben links steht, die billigste 
Tour lautet: (20,3) und die entsprechenden Gesamtkosten betragen 303,12 €. Aber 
diese Tour ist doch keine kürzeste Tour, weil im vorigen Diagramm steht, dass die 
kürzeste Tour (15,3) lautet. 
 
5. Billgere Touren für eine bestimmte Iteration 
Aus der Abbildung 2.28 können wir erkennen, dass bei der 3. Iteration die sechste 
Ameise schon die billigeste Tour gefunden hat. Auf den späteren Iterationen wurden 
keine billigeren Touren gefunden. Wir können jedoch feststellen, dass die kürzeste 
Tour jedoch höhere Kosten erzeugen kann. 
 
6. Die beste Tour mit kürzerer Länge und günstigen Kosten in 3D 
Wir zeichnen alle nicht dominierten Touren auf einen 3-D Würfel. Die Idee ist analog 
wie in der Abbildung 2.21, hier betrachten wir zwei Metriken. Zum Beispiel zeichnen 
wir am Anfang alle nicht dominierten Touren 𝑀 der ersten Iteration 𝑡1, bei der  
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Abbildung 2. 28 Billiger Tour für bestimmte Iteration 
 
zweiten Iteration 𝑡2 setzen wir 𝑀 = 𝑀⋃𝑀′ wobei 𝑀′ alle lebendigen Touren aus 
𝑡2 sind. Dann löschen wir alle dominierten Touren aus 𝑀 und zeichnen es bei der 
zweiten Tour ein und gehen weiter, bis alle Iterationen gerechnet sind. Das bedeutet, 
falls die nicht dominierten Touren aus der folgenden Iteration bei der vorigen 
Iteration dominiert wird, bleibt die Tour. Die Zahl bedeutet, dass der Punkt zu der 
entsprechenden Iteration gehört. Zum Beispiel gibt es zwei nicht dominierte Touren 
aus der 1. Iteration. Auf dem Würfel können wir sehen, dass die nicht dominierte 
Tour der späteren Iteration mit kürzerer Länge und geringen Kosten gefunden wurde. 
 
 
Abbildung 2. 29 Beste Tour mit kürzerer Länge und geringen Kosten in 3D Würfel 
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8. Untersuchung der besten Kombination der Konstante c und Lamda 𝜆  
 
 
Abbildung 2. 30 Beste Kombination von Konstante c und Lamda 𝜆 
 
Vorher haben wir die Parameter der Konstante c und Lamda 𝜆 manuell eingesetzt und 
wir sehen das entsprechende Ergebnis. Aber wir wisssen nicht, für welche 
Kombination von Lamda und Konstante c das Ergebnis besser aussieht. Hier werden 
alle mögliche Kombinationen von c und 𝜆 ausgeführen und berechnen. Der linke 
Würfel zeigt das Ergbenis bzgl. der Kosten und auf dem rechten Würfel über die 
Länge. Auf der Kostenseite für Konstante c zwischen 0,6 und 0,7 befindet sich eine 
große Steigung, aber auf der Längenseite eine schwache Beeinflussung. Die 
konkreten Daten stellen wir als Tabelle vor:  
 
Lamda c Average Length(km) Average cost(€) 
0,1 0,1 965,75 570,04 
0,1 0,2 936,86 543,74 
0,1 0,3 996,41 574,65 
0,1 0,4 972,37 590,21 
0,1 0,5 958,42 629,27 
0,1 0,6 978,76 678,69 
0,1 0,7 950,00 758,47 
0,1 0,8 976,52 833,79 
0,1 0,9 967,92 841,52 
0,2 0,1 958,47 564,08 
0,2 0,2 965,70 557,50 
0,2 0,3 969,56 564,24 
𝑇𝑜𝑢𝑟(3,6): (292,28𝑘𝑚     303,12€) 
𝑇𝑜𝑢𝑟(5,1): (271,42𝑘𝑚     460,26€) 
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0,2 0,4 971,60 586,35 
0,2 0,5 951,91 606,51 
0,2 0,6 961,17 605,26 
0,2 0,7 961,91 758,84 
0,2 0,8 942,64 783,42 
0,2 0,9 974,57 854,72 
0,3 0,1 951,32 556,28 
0,3 0,2 957,44 549,65 
0,3 0,3 963,82 545,57 
0,3 0,4 975,62 582,17 
0,3 0,5 955,70 591,62 
0,3 0,6 960,51 654,93 
0,3 0,7 953,68 788,20 
0,3 0,8 968,57 838,20 
0,3 0,9 952,10 857,25 
0,4 0,1 944,52 540,99 
0,4 0,2 957,66 559,20 
0,4 0,3 981,78 575,63 
0,4 0,4 958,44 549,74 
0,4 0,5 955,84 620,84 
0,4 0,6 979,60 669,68 
0,4 0,7 945,50 723,42 
0,4 0,8 934,07 811,06 
0,4 0,9 947,84 838,17 
0,5 0,1 911,53 523,91 
0,5 0,2 946,00 551,83 
0,5 0,3 922,91 534,09 
0,5 0,4 954,85 552,46 
0,5 0,5 958,96 603,96 
0,5 0,6 955,84 655,31 
0,5 0,7 948,54 794,49 
0,5 0,8 935,32 779,90 
0,5 0,9 954,09 785,99 
0,6 0,1 900,43 502,96 
0,6 0,2 925,71 520,16 
0,6 0,3 899,56 502,12 
0,6 0,4 912,96 526,11 
0,6 0,5 924,46 578,29 
0,6 0,6 948,32 599,18 
0,6 0,7 924,55 774,13 
0,6 0,8 913,60 771,90 
0,6 0,9 931,07 774,81 
0,7 0,1 908,81 504,19 
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0,7 0,2 951,15 525,17 
0,7 0,3 917,80 513,55 
0,7 0,4 922,44 529,35 
0,7 0,5 935,93 601,30 
0,7 0,6 914,55 553,68 
0,7 0,7 936,23 736,04 
0,7 0,8 948,47 848,36 
0,7 0,9 926,40 831,92 
0,8 0,1 917,09 510,94 
0,8 0,2 895,22 503,49 
0,8 0,3 899,18 507,68 
0,8 0,4 919,63 522,94 
0,8 0,5 893,02 526,85 
0,8 0,6 899,08 523,21 
0,8 0,7 882,68 619,50 
0,8 0,8 905,18 740,51 
0,8 0,9 914,20 785,25 
0,9 0,1 906,70 488,17 
0,9 0,2 900,45 510,88 
0,9 0,3 918,30 515,20 
0,9 0,4 895,88 526,64 
0,9 0,5 904,13 549,22 
0,9 0,6 892,09 561,49 
0,9 0,7 897,94 684,37 
0,9 0,8 901,77 744,34 
0,9 0,9 889,87 757,24 
Abbildung 2. 31 Qualität für Lamda und c 
 
Aus der Tabelle 2.31 können wir wieder die Idee der nicht dominierten Kombination 
durchführen. Dann bekommen wir die final beste Kombination Lamda und c: 
 
Lamda c Average length (km) Average cost (€) 
0,6 0,3 899,56 502,12 
0,8 0,2 895,22 503,49 
0,8 0,5 893,02 526,85 
0,8 0,7 882,68 619,50 
0,9 0,1 906,70 488,17 
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2.5   TSP & P(E)SP-2 mit ACO 
Bis jetzt haben wir das Algorithmus erfolgreich erklärt, jetzt möchten wir es noch 
weiter komplizierter machen. Vorher haben wir angenommen, dass der Preis für 
Benzin und Strom auf allen Tankstellen einheitlich ist. Falls die Ameise an einer 
Tankstelle angekommen ist, tankt er voll, weil er den Preis nicht zu überlegen braucht. 
Jetzt nehmen wir an, dass der Preis von jeder Tankstellen unterschiedlich sein kann. 
Falls die Ameise auf Stadt i steht und sie bereit ist, die folgende Stadt auszuwählen, 
muss er den Preis zwischen Stadt i und der folgenden Stadt vergleichen, um zum 
billigsten Preis zu tanken. Dieses Problem ist ähnlich wie GSP, was wir im 
vorherigen Abschnitt schon erklärt haben. Aber hier ist es noch komplizierter, für 
GSP nutzt das Auto nur Benzin, unser Auto kann nicht nur mit Benzin sondern auch 
mit Strom fahren. Wir können mehrere Tankpläne definieren, hierzu werden wir ein 
einfaches Beispiel zeigen, das wir vielleicht später noch untersuchen können. Wir 
nehmen wieder an, dass alle Tankstellen gerade in den Städten liegen. Alle 





Für jede Ameise fügen wir noch folgende sechs zusätzliche Parameter ein, 













Weil der Preis in jeder Stadt/Tankstellen uneinheitlich ist, ist die Berechnung der 
Kosten eine schwere Aufgabe. Zum Beipspiel hat die Ameise in Stadt 1 Benzin mit 
einem Preis von 2 €/km vollgetankt, er fährt nach Stadt 2 und die restlichen 10 km 
Kapazität für Benzin sind im Tank. Die Ameise hat in Stadt 2 wieder Benzin getankt, 
aber zu einem Preis von 2,5 €/km voll getankt und möchte zur Stadt 3 wieder mit 
Benzin fahren. Dann kann man schwerer berechnen, wieviel es kostet von Stadt 2 
nach 3. Deswegen werden zusätzlich einige Parameter definiert für jede Ameise, was 
das akuelle Benzin oder Strom in Geld bedeutet. Dann bekommt jede Ameise auf 
eine Stadt i einen durchschnittlichen Preis: 
𝑝𝑟𝑖𝑐𝑒𝑖
𝐸: Strompreis in Stadt i 
𝑝𝑟𝑖𝑐𝑒𝑖
𝑃: Benzinpreis in Stadt i 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸: Aktueller Strom in € 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃: Aktuelles Benzin in € 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝐸 : Aktueller Strom in km, falls Ameise ij fährt. 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝑃 : Aktuelles Benzin in km, falls Ameise ij fährt. 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝐸 : Aktueller Strom in €, falls Ameise ij fährt. 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝑃 : Aktuelles Benzin in €, falls Ameise ij fährt. 











𝐸 = 0 𝑘𝑚: 𝑝𝑟𝑖𝑐𝑒𝑖→𝑗𝐸̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ = 1 €/𝑘𝑚 
Falls 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝑃 = 0 𝑘𝑚: 𝑝𝑟𝑖𝑐𝑒𝑖→𝑗𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ = 1 €/𝑘𝑚 

















Hier setzen wir wieder 𝛾 =
𝜋
6
. Zum Beispiel steht die Ameise in Stadt 1 und es gibt 
noch 3 Städte sowie {2,3,4}, die noch nicht besucht wurden. Dann hat die Ameise 3 
einen unterschiedlichen durchschnittlichen Preis für Strom:  𝑝𝑟𝑖𝑐𝑒1→2
𝐸̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ , 𝑝𝑟𝑖𝑐𝑒1→3
𝐸̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ , 
𝑝𝑟𝑖𝑐𝑒1→4
𝐸̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅  und noch 3 durchschnittliche Preise für Benzin:  𝑝𝑟𝑖𝑐𝑒1→2
𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ , 𝑝𝑟𝑖𝑐𝑒1→3
𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ , 
𝑝𝑟𝑖𝑐𝑒1→4
𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅. Der schwierige Punkt ist, falls die Ameise in einer Stadt ankommt, wie sie 
tankt. Wir definieren eine Funktion 𝐿𝑜𝑎𝑑𝐸𝑛𝑒𝑟𝑔𝑦(𝑖, 𝑗), wobei i die Stadt ist, vor der 
die Ameise gerade steht, j ist die folgende Stadt. Die Ameise tankt immer bevorzugt 














𝑐𝑜𝑠𝑡𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦(𝑖, 𝑗) = 𝑑𝐸 × 𝑝𝑟𝑖𝑐𝑒𝑖→𝑗𝐸̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ + 𝑠𝑤𝑖𝑡𝑐𝑕
𝐸(𝑑𝐸) 
𝑐𝑜𝑠𝑡𝑃𝑒𝑡𝑟𝑜𝑙(𝑖, 𝑗) = 𝑑𝑃 × 𝑝𝑟𝑖𝑐𝑒𝑖→𝑗𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ + 𝑠𝑤𝑖𝑡𝑐𝑕
𝑃(𝑑𝑃) 
𝑐𝑜𝑠𝑡𝑃𝑒𝑛𝑎𝑙𝑡𝑦(𝑖, 𝑗) = 𝑝𝑒𝑛𝑎𝑙𝑡𝑦(𝑑𝑃) 











𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅




×  1 − 𝑠𝑖𝑛(𝛾) × 𝜏𝑖𝑗
𝐸 : 𝐵𝑒𝑟𝑔𝑎𝑢𝑓 
𝑝𝑟𝑖𝑐𝑒𝑖→𝑗𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅




×  1 + 𝑠𝑖𝑛(𝛾) × 𝜏𝑖𝑗
𝐸 :𝐵𝑒𝑟𝑔𝑎𝑏
𝑝𝑟𝑖𝑐𝑒𝑖→𝑗𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅







𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦: Betrag für das Tanken von Strom. 
𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙: Betrag für das Tanken von Benzin. 
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Falls Funktion 𝐿𝑜𝑎𝑑𝐸𝑛𝑒𝑟𝑔𝑦(𝑖, 𝑗) erfolgreich durchlaufen wird, aktualisiert es die 













Hierzu werden wir den Tankplan Schritt für Schritt erklären. Anfangs werden diese 






























𝐸 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 + 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 
𝑣𝑎𝑙𝑢𝑒𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝐸
= 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 + 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 × 𝑝𝑟𝑖𝑐𝑒𝑖
𝐸 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝑃 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 + 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 
𝑣𝑎𝑙𝑢𝑒𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝑃
= 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 + 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 × 𝑝𝑟𝑖𝑐𝑒𝑖
𝑃 
𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 0 𝑘𝑚 
𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 0 𝑘𝑚 
 
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) > 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 + 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) > 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 + 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 
1). 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) > 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 +𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 
 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 0 𝑘𝑚, 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 0 𝑘𝑚: Ameise tankt nicht. 
 
2). Stadt i hat nur Benzintankstellen und 
 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 0 𝑘𝑚, 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 0 𝑘𝑚: Ameise tankt nicht. 
 
3). Stadt i hat nur Stromtankstellen und 
 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 0 𝑘𝑚, 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 0 𝑘𝑚: Ameise tankt nicht. 
 
4). Stadt i hat keine Tankstellen  
 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 0 𝑘𝑚, 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 0 𝑘𝑚: Ameise tankt nicht. 




𝐸 und Stadt i,j beide haben Strom-Tankstellen: 
//Strompreis von Stadt i billiger als j tankt Ameise in Stadt i Strom voll 
ENDIF 
 














































𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 
𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 
𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 
𝑟𝑒𝑠𝑡 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃
− 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 − 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 
𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦+ 𝑟𝑒𝑠𝑡 
𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 + 𝑟𝑒𝑠𝑡 
IF Stadt i hat Strom-Tankstelle aber Stadt j hat keine Strom-Tankstelle: 




𝑃 und Stadt i,j beide haben Benzin-Tankstellen: 
//Benzinpreis von Stadt i billiger als j Ameise tankt in Stadt i Benzin voll 
ENDIF 
IF Stadt i hat Benzin-Tankstellen aber Stadt j hat keine Benzin-Tankstellen: 
//Die Ameise tankt in Stadt i Benzin voll 
ENDIF 
 
//Falls wegen höherem Preis in Stadt i die Ameise nicht genug Strom und 
//Benzin in Tank hat, muss die Ameise doch zum höheren Preis tanken, um 




IF 𝑟𝑒𝑠𝑡 > 0: 
 
IF Stadt i nur Strom-Tankstelle aber keine Benzin-Tankstelle hat: 
ENDIF 
IF Stadt i nur Benzin-Tankstelle aber keine Strom-Tankstelle hat: 
ENDIF 
 
 IF Stadt i hat Strom- und Benzintankstelle: 
// Anfangs versucht die Ameise, Strom und Benzin beide mit 
𝑟𝑒𝑠𝑡
2
 zu tanken 
  IF 
𝑟𝑒𝑠𝑡
2
≤ 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 
   IF 
𝑟𝑒𝑠𝑡
2
≤ 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 − 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 








   ENDIF 




























Stadt i hat Benzintankstelle und Stadt j hat Strom- und Benzintankstelle. 
Preis von Benzin in Stadt i: 𝑝𝑟𝑖𝑐𝑒𝑖
𝑃 = 2 €/𝑘𝑚 
Preis von Benzin in Stadt j: 𝑝𝑟𝑖𝑐𝑒𝑗
𝑃 = 1,5 €/𝑘𝑚 
Preis von Strom in Stadt j: 𝑝𝑟𝑖𝑐𝑒𝑗
𝐸 = 1 €/𝑘𝑚 
𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 150 km 
Akteuller Strom in Tank: 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 10 km 
Aktuelles Benzin in Tank: 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 15 km 
Distanz zwischen Stadt i und j: 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) = 170 km 
 
Stadt i hat nur Benzintankstelle und 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 +𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 160𝑘𝑚 < 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) 
D.h. falls die Ameise in Stadt i Benzin voll tankt, ist doch nicht genug Kapazität im 
Tank. Deswegen tankt die Ameise nicht bzw. die Ameise kann nicht Stadt j als 
folgende Stadt auswählen. 
𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 0 𝑘𝑚, 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 0 𝑘𝑚 
 
𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 + 𝑟𝑒𝑠𝑡 − (𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 
−𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 − 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙) 
𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 
𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 + 𝑟𝑒𝑠𝑡 − (𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 
−𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦) 
𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 
ELSE 
// nicht genug freie Kapazität von Benzin für 
𝑟𝑒𝑠𝑡
2
 tankt die Ameise Benzin voll 
ENDIF 
 ELSE 
// nicht genug freie Kapazität von Strom für 
𝑟𝑒𝑠𝑡
2













Beide Städte haben Strom- und Benzintankstellen. 
Preis von Benzin in Stadt i: 𝑝𝑟𝑖𝑐𝑒𝑖
𝑃 = 2 €/𝑘𝑚 
Preis von Strom in Stadt i: 𝑝𝑟𝑖𝑐𝑒𝑖
𝐸 = 1 €/𝑘𝑚 
Preis von Benzin in Stadt j: 𝑝𝑟𝑖𝑐𝑒𝑗
𝑃 = 2,5 €/𝑘𝑚 
Preis von Strom in Stadt j: 𝑝𝑟𝑖𝑐𝑒𝑗
𝐸 = 1,5 €/𝑘𝑚 
𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 150 km 
Akteuller Strom in Tank: 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 10 km 
Aktuelles Benzin in Tank: 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 15 km 
Distanz zwischen Stadt i und j: 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) = 170 km 
 
 Stadt i hat Benzin- und Stromtankstellen und 
𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 +𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 300𝑘𝑚 > 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) 
 D.h. gibt es einen gültigen Tankplan, von Stadt i nach j zu fahren.  
 Beide Städte haben Strom-Tankstellen und 𝑝𝑟𝑖𝑐𝑒𝑖
𝐸 ≤ 𝑝𝑟𝑖𝑐𝑒𝑗
𝐸: 
𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 140 𝑘𝑚 
 Weil Strompreis in Stadt i billiger als j ist, tankt die Ameise Strom voll. 
Beide Städte haben Benzin-Tankstellen und 𝑝𝑟𝑖𝑐𝑒𝑖
𝑃 ≤ 𝑝𝑟𝑖𝑐𝑒𝑗
𝑃: 
𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 135 𝑘𝑚 
Weil Benzinpreis in Stadt i billiger als j ist, tankt die Ameise Benzin voll. 
𝑟𝑒𝑠𝑡 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃
− 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 − 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = −130 𝑘𝑚 < 0 
Das bedeutet, die Ameise hat genug Strom und Benzin im Tank, von Stadt i nach 
Stadt j weiter zu fahren: 
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Beide Städte haben Strom- und Benzintankstellen. 
Preis von Benzin in Stadt i: 𝑝𝑟𝑖𝑐𝑒𝑖
𝑃 = 2,5 €/𝑘𝑚 
Preis von Strom in Stadt i: 𝑝𝑟𝑖𝑐𝑒𝑖
𝐸 = 1,5 €/𝑘𝑚 
Preis von Benzin in Stadt j: 𝑝𝑟𝑖𝑐𝑒𝑗
𝑃 = 2 €/𝑘𝑚 
Preis von Strom in Stadt j: 𝑝𝑟𝑖𝑐𝑒𝑗
𝐸 = 1 €/𝑘𝑚 
𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 150 km 
Akteuller Strom in Tank: 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 10 km 
Aktuelles Benzin in Tank: 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 15 km 
Distanz zwischen Stadt i und j: 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) = 170 km 
 
 Stadt i hat Benzin- und Stromtankstellen und 
𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 +𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 300𝑘𝑚 > 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) 
 D.h. gibt es einen gültigen Tankplan, von Stadt i nach j zu fahren. 
Beide Städte haben Strom-Tankstellen und 𝑝𝑟𝑖𝑐𝑒𝑖
𝐸 > 𝑝𝑟𝑖𝑐𝑒𝑗
𝐸: 
𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 0 𝑘𝑚 
 Wegen höherem Preis für Strom in Stadt i tankt die Ameise Strom nicht. 
Beide Städte haben Benzin-Tankstellen und 𝑝𝑟𝑖𝑐𝑒𝑖
𝑃 > 𝑝𝑟𝑖𝑐𝑒𝑗
𝑃: 
𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 0 𝑘𝑚 
 Wegen höherem Preis für Benzin in Stadt i tankt die Ameise Benzin nicht. 
𝑟𝑒𝑠𝑡 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃
− 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 − 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 145 𝑘𝑚 > 0 
 D.h. die Ameise muss sowieso tanken, obwohl der Preis von Stadt i höher als der 
in Stadt j ist. Stadt i hat Strom- und Benzintankenstellen und 
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Beide Städte haben Strom- und Benzintankstellen. 
Preis von Benzin in Stadt i: 𝑝𝑟𝑖𝑐𝑒𝑖
𝑃 = 2,5 €/𝑘𝑚 
Preis von Strom in Stadt i: 𝑝𝑟𝑖𝑐𝑒𝑖
𝐸 = 1 €/𝑘𝑚 
Preis von Benzin in Stadt j: 𝑝𝑟𝑖𝑐𝑒𝑗
𝑃 = 2 €/𝑘𝑚 
Preis von Strom in Stadt j: 𝑝𝑟𝑖𝑐𝑒𝑗
𝐸 = 1,5 €/𝑘𝑚 
𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 150 km 
Akteuller Strom in Tank: 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 10 km 
Aktuelles Benzin in Tank: 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 15 km 
Distanz zwischen Stadt i und j: 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) = 170 km 
 
Stadt i hat Benzin- und Stromtankstellen und 
𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 +𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 300𝑘𝑚 > 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) 
 D.h. gibt es einen gültigen Tankplan, von Stadt i nach j zu fahren.  
 
Beide Städte haben Strom-Tankstellen und 𝑝𝑟𝑖𝑐𝑒𝑖
𝐸 ≤ 𝑝𝑟𝑖𝑐𝑒𝑗
𝐸: 
𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 140𝑘𝑚 
 Weil Strompreis in Stadt i billiger als Stadt j ist, tankt die Ameise Strom voll. 
Beide Städte haben Benzin-Tankstellen und 𝑝𝑟𝑖𝑐𝑒𝑖
𝑃 > 𝑝𝑟𝑖𝑐𝑒𝑗
𝑃: 
𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 0 𝑘𝑚 
 Wegen höherem Preis für Benzin in Stadt i tankt die Ameise Benzin nicht. 
𝑟𝑒𝑠𝑡 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃
− 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 − 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 5𝑘𝑚 > 0 
D.h. die Ameise muss sowieso zu tanken, obwohl der Preis von Stadt i höher  
als Stadt j ist. Stadt i hat Strom- und Benzintankenstellen und 








D.h. es gibt nicht genug freie Kapazität für Strom im Tank, mit 
𝑟𝑒𝑠𝑡
2
 zu tanken, 
tankt die Ameise Strom voll und das restliche mit Benzin: 
 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 + 𝑟𝑒𝑠𝑡 − (𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 
−𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦) = 5 𝑘𝑚 
𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 140 𝑘𝑚 
 
Bis jetzt haben wir die Idee des Tankplans erklärt. Hier werden wir den Algorithmus 
auf eine Iteration schrittweise beschreiben und dann stellen wir ein Beispiel vor. 
  
1. Die Ameise fängt mit leerem Benzin und Strom im Tank an und wählt zufällig die 
Anfangsstadt 𝑏𝑒𝑔𝑖𝑛𝐶𝑖𝑡𝑦 und geht zum 2. Schritt 















𝑃 . Geht zum 3. 
 
3. Berechnen aller Kosten von der aktuellen Stadt zu noch nicht besuchten Städten. 
Die Formel für die Kosten und Straßenschwierigkeitsfunktion haben wir vorher 
mit durchschnittlichem Preis definiert. Hier diskutieren wir wieder die Distanz 
von 𝑑𝐸 und 𝑑𝑃 für einige Fälle: 
1). Fall: 𝜏𝑖𝑗
𝑃 < 𝑓𝑖→𝑗(𝜏𝑖𝑗
𝐸 ): Auto versucht, mit Strom zu starten 
I. 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗






𝐸 < 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) und 
 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝑃 + 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
















𝐸 ): Auto versucht, mit Strom zu starten 
  I. 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝑃 ≥ 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 0 𝑘𝑚 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 0 𝑘𝑚 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 0 € 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 0€ 
𝑆 = *𝑎𝑙𝑙𝑒 𝑆𝑡ä𝑑𝑡𝑒𝑛+ − *𝑏𝑒𝑔𝑖𝑛𝐶𝑖𝑡𝑦+ 
𝑑𝐸 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗),𝑑𝑃 = 0 𝑘𝑚 
𝑠𝑤𝑖𝑡𝑐𝑕𝐸(𝑑𝐸) = 0 € 
𝑠𝑤𝑖𝑡𝑐𝑕𝑃(𝑑𝑃) = 0 € 
𝑑𝐸 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝐸  
𝑑𝑃 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) − 𝑑𝐸  
𝑠𝑤𝑖𝑡𝑐𝑕𝐸(𝑑𝐸) = 0 € 
𝑠𝑤𝑖𝑡𝑐𝑕𝑃(𝑑𝑃) = 𝑠𝑤𝑖𝑡𝑐𝑕𝑝𝑒𝑛𝑎𝑙𝑡𝑦 × 𝑑𝑃 
𝑑𝐸 = 0 𝑘𝑚,𝑑𝑃 = 0 𝑘𝑚 
𝑠𝑤𝑖𝑡𝑐𝑕𝐸(𝑑𝐸) = 0 € 
𝑠𝑤𝑖𝑡𝑐𝑕𝑃(𝑑𝑃) = 0 € 







𝑃 < 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) und 
 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝑃 + 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗







  III. 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝑃 + 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗





















Falls die Kostenrechnung aller Städte j aus Menge S berechnet sind, gehe zu 4. 
 
4. Die folgende Stadt aus der Menge der noch nicht besuchten Städten 𝑆 mit Hife 
von probabilistischen Regeln underterministisch wählen. Falls es erfolgreich eine 
folgende Stadt auswählt, geht es zum 5. Schritt sonst geht es zum 6. Schritt. 
 
5. Falls die Ameise folgende Stadt j ausgewählt hat, aktualisiert sie den Strom und 
das Benzin im Tank: 
𝑑𝐸 = 0 𝑘𝑚,𝑑𝑃 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) 
𝑠𝑤𝑖𝑡𝑐𝑕𝐸(𝑑𝐸) = 0 € 
𝑠𝑤𝑖𝑡𝑐𝑕𝑃(𝑑𝑃) = 0 € 
𝑑𝐸 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) − 𝑑𝑃 
𝑑𝑃 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝑃  
𝑠𝑤𝑖𝑡𝑐𝑕𝐸(𝑑𝐸) = 𝑠𝑤𝑖𝑡𝑐𝑕𝑝𝑒𝑛𝑎𝑙𝑡𝑦 × 𝑑𝐸 
𝑠𝑤𝑖𝑡𝑐𝑕𝑃(𝑑𝑃) = 0 € 
𝑑𝐸 = 0 𝑘𝑚,𝑑𝑃 = 0 𝑘𝑚 
𝑠𝑤𝑖𝑡𝑐𝑕𝐸(𝑑𝐸) = 0 € 
𝑠𝑤𝑖𝑡𝑐𝑕𝑃(𝑑𝑃) = 0 € 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝐸 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝐸 − 𝑑𝐸 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝑃 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝑃 − 𝑑𝑃 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝐸 = 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝐸 − 𝑑𝐸 × 𝑝𝑟𝑖𝑐𝑒𝑖→𝑗𝐸̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝑃 = 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖→𝑗
𝑃 − 𝑑𝑃 × 𝑝𝑟𝑖𝑐𝑒𝑖→𝑗𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ 
𝑐𝑜𝑠𝑡𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦(𝑖, 𝑗) = 𝑑𝐸 × 𝑝𝑟𝑖𝑐𝑒𝑖→𝑗𝐸̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ + 𝑠𝑤𝑖𝑡𝑐𝑕
𝐸(𝑑𝐸) 
𝑐𝑜𝑠𝑡𝑃𝑒𝑡𝑟𝑜𝑙(𝑖, 𝑗) = 𝑑𝑃 × 𝑝𝑟𝑖𝑐𝑒𝑖→𝑗𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ + 𝑠𝑤𝑖𝑡𝑐𝑕
𝑃(𝑑𝑃) 
𝑐𝑜𝑠𝑡𝑃𝑒𝑛𝑎𝑙𝑡𝑦(𝑖, 𝑗) = 𝑝𝑒𝑛𝑎𝑙𝑡𝑦(𝑑𝑃) 
𝑐𝑜𝑠𝑡(𝑖, 𝑗) = 𝑐𝑜𝑠𝑡𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦(𝑖, 𝑗) + 𝑐𝑜𝑠𝑡𝑃𝑒𝑡𝑟𝑜𝑙(𝑖, 𝑗) + 𝑐𝑜𝑠𝑡𝑃𝑒𝑛𝑎𝑙𝑡𝑦(𝑖, 𝑗) 
 














Falls 𝑆 ≠ ∅: 𝐹ü𝑟 𝑖, ∀𝑗 ∈ 𝑆: 𝐿𝑜𝑎𝑑𝐸𝑛𝑒𝑟𝑔𝑦(𝑖, 𝑗) und geht zu 3. 
 Sonst: 𝐿𝑜𝑎𝑑𝐸𝑛𝑒𝑟𝑔𝑦(𝑖, 𝑏𝑒𝑔𝑖𝑛𝐶𝑖𝑡𝑦) die Ameise fährt zurück: Geht zu 6. 
 
Die anschließenden Schritt sind analog wie vorher. Bis jetzt haben wir den 
Algorithmus schrittweise erklärt. Hier ist der Tankplan bzw. 𝐿𝑜𝑎𝑑𝐸𝑛𝑒𝑟𝑔𝑦(𝑖, 𝑗) 
wichtig, um weniger Kosten zu erreichen. Nachfolgend machen wir ein Beispiel, um 















Preisverteilung von Strom: Preisverteilung von Benzin 
Preis (€/km) Verteilung in % Preis (€/km) Verteilung in % 
1 50 2 50 
















𝑆 = 𝑆 − *𝑗+ 
𝑖 = 𝑗 
 
Anzahl von Ameisen: 10 
Anzahl der Iterationen: 20 
Verdunstung 𝜌 : 0,01 
Preis von Strafgeld: 1,5 € / Km 
Preis für Umschaltenstraf: 0,1  € / Km 
Lamda 𝜆: 0,1 
Konstante 𝑐 : 0,5 
Benzintankstellen in: 80% 
Stromtankstellen in: 80% 
Dörfer in: 80% 
Straße mit bergauf in : 50% 
Skalen von Stadtkarten: 3 𝑘𝑚−1 
Auto: 
Max. Kapazität für Strom: 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 150 𝑘𝑚 
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Bemerkung: 
Dörfer in 80% : 4 Städte liegen im Dorf.  
Benzintankstellen in 80%: Insgesamt vier Städte haben Benzintankstellen. 
Stromtankstellen in 80%: Insgesamt vier Städte haben Stromtankstellen. 
Straße mit Bergauf in 50%: 5 Straßen sind bergauf. 
 
Für die Tabellen der Preisverteilung kann man sofort ableiten: 
 Verteilung von Strompreis: 
  1 €/km in 50%: zwei Stromtankstellen mit Preis 1 €/km 
1,5 €/km in 50%: zwei Stromtankstellen mit Preis 1,5 €/km 
Verteilung von Benzinpreis: 
  2 €/km in 50%: zwei Benzintankstellen mit Preis 2 €/km 
2,5 €/km in 50%: zwei Benzintankstellen mit Preis 2,5 €/km 
 
Nachdem das Programm ausgeführt wird, bekommen wir folgende zusätzliche 
Information, die automatisch zufällig erzeugt werden: 
 
 
Abbildung 2. 33 Detail von Städten und Straßen 
 
Wir bekommen wieder 20 Iterationen und jede Iteration 10 Ameisen bzw. insgesamt 
200 Ameisen. Der Pheromone Wert wird 20 mals durch nicht dominierte lebendige 
Ameisen aktualisiert. Hier stellen wir die Tour der 1. und 2. Iteration vor: 
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Abbildung 2. 34 Erhaltene Tour für die erste und zweite Iteration 
 
Zum Glück bekommen wir für beide Iterationen 20 günstige Touren bzw. keine 







 initialisiert. Anschließend erklären wir die Tour (1,1) . Wir stellen 
wieder das intuitive Ablaufdiagramm auf Abbildung 2.35 vor. Die Ameise fängt in Stadt 
5 mit leerem Tank an. Sie tankt dort nur mit Strom voll, obwohl es in Stadt 5 
Benzintankstellen gibt, weil der Benzinpreis von Stadt 3 billiger ist und genug Strom im 
Tank ist. Die Ameise fährt von Stadt 1 nach 2 mit Umschaltung von Strom nach Benzin.  
 
Abbildung 2. 35 Ablaufdiagramm für 1. Ameise auf 1.Iteration 
 
Hier stellen wir wieder schrittweise über das Tour(1,1) vor. Die Ameise hat Stadt 5 






Anfangsstadt:𝑏𝑒𝑔𝑖𝑛𝐶𝑖𝑡𝑦 = 5 
Die Menge von nicht besuchten Städten: 𝑆 = *1,2,3,4+ 
Die Ameise steht gerade in: 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑖𝑡𝑦𝐼𝐷 = 5 
Aktueller Strom im Tank (Distanz): 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 0 𝑘𝑚 
 






















Für 𝒋 = 𝟏: 𝑝𝑟𝑖𝑐𝑒1
𝑃 = 2 €/𝑘𝑚 
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,1) = √(𝑥5 − 𝑥1)2 + (𝑦5 − 𝑦1)2 = √(360 − 217)2 + (192 − 123)2 
=  54289 + 4761 = 243 =
243
3 𝑘𝑚−1
= 81 𝑘𝑚 
Stadt 5 hat Benzin- und Stromtankstellen und 
𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑖𝑡𝑦𝐸 +𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 300 𝑘𝑚 > 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,1) 
D.h. gibt es einen gültigen Tankplan, von Stadt 5 nach 1 zu fahren. Stadt 5 hat 
Stromtankstellen aber in Stadt 1 keine Stromtankstelle, daher tankt sie Strom voll:  
𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 =  𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 150 𝑘𝑚 
Beide Städte haben Benzintankstellen und bei 𝑝𝑟𝑖𝑐𝑒5
𝑃 > 𝑝𝑟𝑖𝑐𝑒1
𝑃, tankt die Ameise 
bis jetzt kein Benzin: 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 0 𝑘𝑚. Es wird überprüft, ob die Ameise mit 
dem jetztigen Strom und Benzin im Tank schon von Stadt 5 nach 1 fahren kann: 
𝑟𝑒𝑠𝑡 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,1) − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃
− 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 − 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = −69 𝑘𝑚 
D.h. braucht die Ameise nicht mehr zu tanken: 
 
 







𝑃 = 0 𝑘𝑚 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑖𝑡𝑦𝐼𝐷→𝑗
𝐸 = 0 € 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑖𝑡𝑦𝐼𝐷→𝑗
𝑃 = 0 € 
Akuteller Strom im Tank (Geld):𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 0 €  
Aktuelles Benzin im Tank (Distanz): 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 0 𝑘𝑚 
Akutelles Benzin im Tank (Geld):𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 0 €  
∀𝑗 ∈ 𝑆:𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑖𝑡𝑦𝐼𝐷→𝑗
𝐸 = 0 𝑘𝑚 
𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 150 𝑘𝑚, 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 0 𝑘𝑚 
 
𝑝𝑟𝑖𝑐𝑒5
𝑃 = 2,5 €/𝑘𝑚 
 𝑝𝑟𝑖𝑐𝑒5
𝐸 = 1 €/𝑘𝑚 
𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 150 𝑘𝑚 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 0 𝑘𝑚 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑖𝑡𝑦𝐼𝐷 = 5: 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→1
𝐸 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 + 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 150 𝑘𝑚 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→1
𝐸
= 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 + 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 × 𝑝𝑟𝑖𝑐𝑒5
𝐸
= 0 € + 150 𝑘𝑚 × 1
€
𝑘𝑚
= 150 € 
 







Für 𝒋 = 𝟐: 𝑝𝑟𝑖𝑐𝑒2
𝑃 = 2,5 €/𝑘𝑚, 𝑝𝑟𝑖𝑐𝑒2
𝐸 = 1,5 €/𝑘𝑚 
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,2) = √(𝑥5 − 𝑥2)2 + (𝑦5 − 𝑦2)2 = √(360 − 444)2 + (192 − 86)2 
=  7056 + 11236 = 135,24 =
135,24
3 𝑘𝑚−1
= 45,08 𝑘𝑚 
Stadt 5 hat Benzin- und Stromtankstellen und 
𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑖𝑡𝑦𝐸 +𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 300 𝑘𝑚 > 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,2) 
D.h. es gibt einen gültigen Tankplan, von Stadt 5 nach 2 zu fahren. Beide Städte 
haben Stromtankstellen und 𝑝𝑟𝑖𝑐𝑒5
𝐸 < 𝑝𝑟𝑖𝑐𝑒2
𝐸, tankt die Ameise in Stadt 5 Strom 
voll, weil der Preis billiger in Stadt 5 ist: 
𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 150 𝑘𝑚 
Beide Städte haben Benzintankstellen und 𝑝𝑟𝑖𝑐𝑒5
𝑃 ≤ 𝑝𝑟𝑖𝑐𝑒2
𝑃, tankt die Ameise in 
Stadt 5 Benzin voll, weil der Preis billiger in Stadt 5 ist: 
𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 150 𝑘𝑚 
Es wird überprüft, ob die Ameise mit dem jetztigen Strom und Benzin im Tank schon 
von Stadt 5 nach 2 fahren kann: 
𝑟𝑒𝑠𝑡 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,2) − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃
− 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 − 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = −254,92 𝑘𝑚 
D.h. die Ameise braucht nicht mehr zu tanken: 
 
 













Für 𝒋 = 𝟑: 𝑝𝑟𝑖𝑐𝑒3
𝑃 = 2€/𝑘𝑚, 𝑝𝑟𝑖𝑐𝑒3
𝐸 = 1,5 €/𝑘𝑚 
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,3) =  (5𝑥 − 3𝑥)2 + (5𝑦 − 3𝑦)2 = √(360 − 558)2 + (192 − 166)2 
=  39204 + 676 = 199,7 =
199,7
3 𝑘𝑚−1
= 66,6 𝑘𝑚 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→1
𝑃 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 + 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 0 𝑘𝑚 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→1
𝑃
= 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 + 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 × 𝑝𝑟𝑖𝑐𝑒5
𝑃 = 0€ 
 
𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 150 𝑘𝑚, 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 150 𝑘𝑚 
 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→2
𝐸 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 + 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 150 𝑘𝑚 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→2
𝐸
= 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 + 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 × 𝑝𝑟𝑖𝑐𝑒5
𝐸
= 0 € + 150 𝑘𝑚 × 1
€
𝑘𝑚
= 150 € 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→2
𝑃 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 + 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 150 𝑘𝑚 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→2
𝑃
= 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 + 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 × 𝑝𝑟𝑖𝑐𝑒5
𝑃




 57 / 98 
 
Stadt 5 hat Benzin- und Stromtankstellen und 
𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑖𝑡𝑦𝐸 +𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 300 𝑘𝑚 > 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,3) 
D.h. es gibt einen gültigen Tankplan, von Stadt 5 nach 3 zu fahren. Beide Städte 
haben Stromtankstellen und 𝑝𝑟𝑖𝑐𝑒5
𝐸 < 𝑝𝑟𝑖𝑐𝑒3
𝐸, tankt die Ameise in Stadt 5 Strom 
voll, weil der Preis günstiger in Stadt 5 ist: 
𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 150 𝑘𝑚 
Beide Städte haben Benzintankstellen und bei 𝑝𝑟𝑖𝑐𝑒5
𝑃 > 𝑝𝑟𝑖𝑐𝑒3
𝑃, tankt die Ameise in 
Stadt 5 Benzin nicht, weil der Preis teurer in Stadt 5 ist: 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 0 𝑘𝑚. Es 
wird überprüft, ob die Ameise mit dem jetztigen Strom und Benzin im Tank schon 
von Stadt 5 nach 3 fahren kann: 
𝑟𝑒𝑠𝑡 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,3) − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃
− 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 − 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = −83,4 𝑘𝑚 
D.h. die Ameise braucht nicht mehr zu tanken: 
 
 











Für 𝒋 = 𝟒: 𝑝𝑟𝑖𝑐𝑒4
𝐸 = 1 €/𝑘𝑚 
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,4) =  (5𝑥 − 4𝑥)2 + (5𝑦 − 4𝑦)2 = √(360 − 477)2 + (192 − 280)2 
=  13689 + 7744 = 146,4 =
146,4
3 𝑘𝑚−1
= 48,8 𝑘𝑚 
Stadt 5 hat Benzin- und Stromtankstellen und 
𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑖𝑡𝑦𝐸 +𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 300 𝑘𝑚 > 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,4) 
D.h. es gibt einen gültigen Tankplan, von Stadt 5 nach 4 zu fahren. Beide Städte 
haben Stromtankstellen und bei 𝑝𝑟𝑖𝑐𝑒5
𝐸 ≤ 𝑝𝑟𝑖𝑐𝑒4
𝐸, tankt die Ameise in Stadt 5 Strom 
voll, weil der Preis billiger in Stadt 5 ist: 
𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 150 𝑘𝑚 
Stadt 5 hat Benzintankstellen aber in Stadt 4 gibt es keine Benzintankstelle, daher 
tankt die Ameise in Stadt 5 Benzin voll: 
𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 150 𝑘𝑚 
Es wird überprüft, ob die Ameise mit dem jetztigen Strom und Benzin im Tank schon 
von Stadt 5 nach 4 fahren kann: 
𝑟𝑒𝑠𝑡 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,4) − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 − 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃
− 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 − 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = −251,2 𝑘𝑚 
𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 150 𝑘𝑚, 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 0 𝑘𝑚 
 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→3
𝐸 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 + 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 150 𝑘𝑚 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→3
𝐸
= 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 + 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 × 𝑝𝑟𝑖𝑐𝑒5
𝐸
= 0 € + 150 𝑘𝑚 × 1
€
𝑘𝑚
= 150 € 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→3
𝑃 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 + 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 0 𝑘𝑚 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→3
𝑃
= 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 + 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 × 𝑝𝑟𝑖𝑐𝑒5
𝑃 = 0€ 
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D.h. die Ameise braucht nicht mehr zu tanken: 
 
 












Bis jetzt ist der Tankplan schon fertig. Dann rechnen wir alle Kosten von 

























Für 𝒋 = 𝟏 ∈ 𝑺 = *𝟏, 𝟐, 𝟑, 𝟒+: 
Aus der Tabelle der Straßeninformation der Abbildung 2.33 ersehen wir, dass es von 
Stadt 5 nach 1 bergab geht. Dann lautet die Funktion der Straßenschwierigkeit: 
𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 150 𝑘𝑚, 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 150 𝑘𝑚 
 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→4
𝐸 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 + 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 = 150 𝑘𝑚 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→4
𝐸
= 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 + 𝐿𝑜𝑎𝑑𝐸𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦 × 𝑝𝑟𝑖𝑐𝑒5
𝐸
= 0 € + 150 𝑘𝑚 × 1
€
𝑘𝑚
= 150 € 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→4
𝑃 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 + 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 = 150 𝑘𝑚 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→4
𝑃
= 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 + 𝐿𝑜𝑎𝑑𝑃𝑒𝑡𝑟𝑜𝑙 × 𝑝𝑟𝑖𝑐𝑒5
𝑃






























= 2,5 €/𝑘𝑚 
𝑝𝑟𝑖𝑐𝑒5→3

























= 2,5 €/𝑘𝑚 
𝑝𝑟𝑖𝑐𝑒5→1
𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ = 1€/𝑘𝑚: Weil 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→1
𝑃 = 0 𝑘𝑚 gilt. 
𝑝𝑟𝑖𝑐𝑒5→3
𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ = 1€/𝑘𝑚: Weil 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→3
𝑃 = 0 𝑘𝑚 gilt. 
 





𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅
𝑝𝑟𝑖𝑐𝑒5→1


















𝐸 = 1,5 × 0,25 = 0,375 
Wegen 𝜏5,1
𝑃 = 0,25 < 0,375 = 𝑓5→1 𝜏5,1
𝐸   versucht die Ameise, mit Strom zu starten: 
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,1) = 81 𝑘𝑚 < 150 𝑘𝑚 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→1
𝐸  
Die Ameise kann von Stadt 5 mit genug Strom im Tank nach Stadt 1 fahren: 



















Für 𝒋 = 𝟐 ∈ 𝑺 = *𝟏, 𝟐, 𝟑, 𝟒+: 
Aus der Tabelle der Straßeninformation der Abbildung 2.33 ersehen wir, dass es von 




𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅
𝑝𝑟𝑖𝑐𝑒5→2














𝐸 = 2,5 × 0,25 = 0,625 
Wegen 𝜏5,2
𝑃 = 0,25 < 0,625 = 𝑓5→2 𝜏5,2
𝐸   versucht die Ameise, mit Strom zu starten: 
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,2) = 45,08 𝑘𝑚 < 150 𝑘𝑚 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→2
𝐸  
Die Ameise kann von Stadt 5 mit genug Strom im Tank nach Stadt 2 fahren: 




𝐸 − 𝑑𝐸 
 = 150𝑘𝑚 − 81𝑘𝑚 = 69𝑘𝑚 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→1
𝑃 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→1
𝑃 − 𝑑𝑃 
 = 0 𝑘𝑚 − 0 𝑘𝑚 = 0 𝑘𝑚 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→1
𝐸 = 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→1
𝐸 − 𝑑𝐸 × 𝑝𝑟𝑖𝑐𝑒5→1
𝐸̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ 
= 150 € − 81 𝑘𝑚 × 1€/𝑘𝑚 = 69 € 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→1
𝑃 = 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→1
𝑃 − 𝑑𝑃 × 𝑝𝑟𝑖𝑐𝑒5→1
𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ 
= 0 € − 0 𝑘𝑚 × 1€/𝑘𝑚 = 0 € 
𝑒𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦𝐶𝑜𝑠𝑡(5,1) = 𝑑𝐸 × 𝑝𝑟𝑖𝑐𝑒5→1




= 81 € 
𝑝𝑒𝑡𝑟𝑜𝑙𝐶𝑜𝑠𝑡(5,1) = 𝑝𝑒𝑛𝑎𝑙𝑡𝑦𝐶𝑜𝑠𝑡(5,1) = 0 € 
𝑐𝑜𝑠𝑡(5,1) = 𝑒𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦𝐶𝑜𝑠𝑡(5,1) + 𝑝𝑒𝑡𝑟𝑜𝑙𝐶𝑜𝑠𝑡(5,1) + 𝑝𝑒𝑛𝑎𝑙𝑡𝑦𝐶𝑜𝑠𝑡(5,1) 
= 81 € 





















Für 𝒋 = 𝟑 ∈ 𝑺 = *𝟏, 𝟐, 𝟑, 𝟒+: 
Aus der Tabelle der Straßeninformation der Abbildung 2.33 erkennen wir, dass es von 




𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅
𝑝𝑟𝑖𝑐𝑒5→3














𝐸 = 0,25 
Wegen 𝜏5,3
𝑃 = 0,25 ≥ 0,25 = 𝑓5→3 𝜏5,3
𝐸   versucht die Ameise, mit Benzin zu starten: 
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,3) = 45,08 𝑘𝑚 > 0 𝑘𝑚 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→3
𝐵  und 
𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,3) = 45,08 𝑘𝑚 < 150 𝑘𝑚 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→3
𝐸  
Die Ameise fährt deswegen von Stadt 5 wegen fehlendem Benzin im Tank mit Strom 
nach Stadt 3 bzw. die Ameise schaltet in Stadt 5 von Benzin auf Strom um: 
𝑑𝐸 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,3) = 66,6 𝑘𝑚, 𝑑𝑃 = 0 𝑘𝑚 
𝑠𝑤𝑖𝑡𝑐𝑕𝐸(𝑑𝐸) = 𝑑𝐸 × 𝑠𝑤𝑖𝑡𝑐𝑕𝑃𝑒𝑛𝑎𝑙𝑡𝑦 = 66,6 𝑘𝑚 × 0,1
€
𝑘𝑚
= 6,66 € 










𝐸 − 𝑑𝐸 
 = 150𝑘𝑚 − 45,08𝑘𝑚 = 104,92𝑘𝑚 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→2
𝑃 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→2
𝑃 − 𝑑𝑃 
 = 150 𝑘𝑚 − 0 𝑘𝑚 = 0 𝑘𝑚 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→2
𝐸 = 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→2
𝐸 − 𝑑𝐸 × 𝑝𝑟𝑖𝑐𝑒5→2
𝐸̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ 
= 150 € − 45,08 𝑘𝑚 × 1€/𝑘𝑚 = 104,92 € 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→2
𝑃 = 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→2
𝑃 − 𝑑𝑃 × 𝑝𝑟𝑖𝑐𝑒5→2
𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ 
= 375 € − 0 𝑘𝑚 × 2,5€/𝑘𝑚 = 375 € 
𝑒𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦𝐶𝑜𝑠𝑡(5,2) = 𝑑𝐸 × 𝑝𝑟𝑖𝑐𝑒5→2
𝐸̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ + 𝑠𝑤𝑖𝑡𝑐𝑕𝐸(𝑑𝐸) 
= 45,08 𝑘𝑚 × 1
€
𝑘𝑚
= 45,08 € 
𝑝𝑒𝑡𝑟𝑜𝑙𝐶𝑜𝑠𝑡(5,2) = 𝑝𝑒𝑛𝑎𝑙𝑡𝑦𝐶𝑜𝑠𝑡(5,2) = 0 € 
𝑐𝑜𝑠𝑡(5,2) = 𝑒𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦𝐶𝑜𝑠𝑡(5,2) + 𝑝𝑒𝑡𝑟𝑜𝑙𝐶𝑜𝑠𝑡(5,2) + 𝑝𝑒𝑛𝑎𝑙𝑡𝑦𝐶𝑜𝑠𝑡(5,2) 




𝐸 − 𝑑𝐸 
 = 150𝑘𝑚 − 66,6𝑘𝑚 = 83,4𝑘𝑚 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→3
𝑃 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→3
𝑃 − 𝑑𝑃 
 = 0 𝑘𝑚 − 0 𝑘𝑚 = 0 𝑘𝑚 
















Für 𝒋 = 𝟒 ∈ 𝑺 = *𝟏, 𝟐, 𝟑, 𝟒+: 
Aus der Tabelle der Straßeninformation der Abbildung 2.33 ersehen wir, dass es von 




𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅
𝑝𝑟𝑖𝑐𝑒5→4

















= 2,5 × 1 × (1 − 0,5) × 𝜏5,4
𝐸  
= 1,25𝜏5,4
𝐸 = 1,25 × 0,25 = 0,3125 
Wegen 𝜏5,4
𝑃 = 0,25 < 0,3125 = 𝑓5→4 𝜏5,4
𝐸   versucht die Ameise, mit Strom zu 
starten: 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,4) = 48,8 𝑘𝑚 < 150 𝑘𝑚 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→4
𝐸  
Die Ameise kann von Stadt 5 mit genügend Strom im Tank nach Stadt 4 fahren: 
𝑑𝐸 = 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(5,4) = 48,8 𝑘𝑚, 𝑑𝑃 = 0 𝑘𝑚 















𝐸 − 𝑑𝐸 × 𝑝𝑟𝑖𝑐𝑒5→3
𝐸̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ 
= 150 € − 66,6 𝑘𝑚 × 1€/𝑘𝑚 = 83,4 € 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→3
𝑃 = 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→3
𝑃 − 𝑑𝑃 × 𝑝𝑟𝑖𝑐𝑒5→3
𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ 
= 0 € − 0 𝑘𝑚 × 1€/𝑘𝑚 = 0 € 
𝑒𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦𝐶𝑜𝑠𝑡(5,3) = 𝑑𝐸 × 𝑝𝑟𝑖𝑐𝑒5→3
𝐸̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ + 𝑠𝑤𝑖𝑡𝑐𝑕𝐸(𝑑𝐸) 
= 66,6 𝑘𝑚 × 1
€
𝑘𝑚
+ 6,66 € = 73,26 € 
𝑝𝑒𝑡𝑟𝑜𝑙𝐶𝑜𝑠𝑡(5,3) = 𝑝𝑒𝑛𝑎𝑙𝑡𝑦𝐶𝑜𝑠𝑡(5,3) = 0 € 
𝑐𝑜𝑠𝑡(5,3) = 𝑒𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦𝐶𝑜𝑠𝑡(5,3) + 𝑝𝑒𝑡𝑟𝑜𝑙𝐶𝑜𝑠𝑡(5,3) + 𝑝𝑒𝑛𝑎𝑙𝑡𝑦𝐶𝑜𝑠𝑡(5,3) 
= 73,26 € 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→4
𝐸 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→4
𝐸 − 𝑑𝐸 
 = 150𝑘𝑚 − 48,8𝑘𝑚 = 101,2𝑘𝑚 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→4
𝑃 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→4
𝑃 − 𝑑𝑃 
 = 150 𝑘𝑚 − 0 𝑘𝑚 = 150 𝑘𝑚 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→4
𝐸 = 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→4
𝐸 − 𝑑𝐸 × 𝑝𝑟𝑖𝑐𝑒5→4
𝐸̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ 
= 150 € − 48,8 𝑘𝑚 × 1€/𝑘𝑚 = 101,2 € 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→4
𝑃 = 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→4
𝑃 − 𝑑𝑃 × 𝑝𝑟𝑖𝑐𝑒5→4
𝑃̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ 
= 375 € − 0 𝑘𝑚 × 2,5€/𝑘𝑚 = 375 € 















Hier ist die Menge aller erreichbaren Städte 𝑁𝑆 = *1,2,3,4+ = 𝑆, dann rechnen wir 
die Wahrscheinlichkeit von Städten aus 𝑁𝑆 durch probabilistische Regeln: 
𝜏5,1
𝑐𝑜𝑠𝑡 = (1 − 𝑐)𝜏5,1
𝐸 + 𝑐𝜏5,1
𝑃 = (1 − 0,5) × 0,25 + 0,5 × 0,25 = 0,25 
𝜏5,2
𝑐𝑜𝑠𝑡 = (1 − 𝑐)𝜏5,2
𝐸 + 𝑐𝜏5,2
𝑃 = (1 − 0,5) × 0,25 + 0,5 × 0,25 = 0,25 
𝜏5,3
𝑐𝑜𝑠𝑡 = (1 − 𝑐)𝜏5,3
𝐸 + 𝑐𝜏5,3
𝑃 = (1 − 0,5) × 0,25 + 0,5 × 0,25 = 0,25 
𝜏5,4
𝑐𝑜𝑠𝑡 = (1 − 𝑐)𝜏5,4
𝐸 + 𝑐𝜏5,4






































































































































𝑒𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦𝐶𝑜𝑠𝑡(5,4) = 𝑑𝐸 × 𝑝𝑟𝑖𝑐𝑒5→4




= 48,8 € 
𝑝𝑒𝑡𝑟𝑜𝑙𝐶𝑜𝑠𝑡(5,4) = 𝑝𝑒𝑛𝑎𝑙𝑡𝑦𝐶𝑜𝑠𝑡(5,4) = 0 € 
𝑐𝑜𝑠𝑡(5,4) = 𝑒𝑙𝑒𝑐𝑡𝑟𝑖𝑐𝑖𝑡𝑦𝐶𝑜𝑠𝑡(5,4) + 𝑝𝑒𝑡𝑟𝑜𝑙𝐶𝑜𝑠𝑡(5,4) + 𝑝𝑒𝑛𝑎𝑙𝑡𝑦𝐶𝑜𝑠𝑡(5,4) 
= 48,8 € 
 
𝐶𝑜𝑠𝑡(5,1) = 81 € 
𝐶𝑜𝑠𝑡(5,2) = 45,08 € 
𝐶𝑜𝑠𝑡(5,3) = 73,26 € 
𝐶𝑜𝑠𝑡(5,4) = 48,8 € 
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0,003 + 0,005 + 0,003 + 0,005
= 0,31 
 
D.h. für Städten 1 und 3 mit 19% Wahrscheinlichkeit als folgende Stadt für Stadt 2 
und 4 mit 31% Wahrscheinlichkeit. Wie in Abbildung 2.35 gezeigt wird, hat die 
Ameise Stadt 3 als folgende Stadt ausgewählt obwohl mit weniger 









Dann fährt die Ameise weiter. Der Pheromone Wert aktualisiert sich wie vorher. Wie 
Zum Beispiel stehen in Abbildung 2.36 alle nicht dominierten lebendigen Touren für 
die 1.Iteration. Wir haben drei Touren gefunden und diese drei Touren bzw. die 1., 4. 
und 8. Touren beeinflussen die drei Pheromone Matrix. Die Rechnungsweise haben 
wir vorher schon erklärt. Folgendes Bild ist wieder die durchschnittliche Länge der 
Tour wie in Abbildung 2.37 und die kürzere Tour bis zur bestimmten Iteration in 
Abbildung 2.38 und Abbildung 2.39 zeigt wieder die Standartabweichung der Länge 
für alle Iterationen. Die finale nicht dominierte Tour aus Abbildung 2.42 lautet: 
𝑇𝑜𝑢𝑟(9,9): (292,28 𝑘𝑚, 324,84 €),𝑇𝑜𝑢𝑟(20,6): (271,42 𝑘𝑚, 407,62 €) 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→3
𝐸 = 83,4 𝑘𝑚 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→3
𝑃 = 0 𝑘𝑚 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→3
𝐸 = 83,4 € 
𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 𝑣𝑎𝑙𝑢𝑒𝐶𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦5→3
𝑃 = 0 € 
𝑆 = 𝑆 − *3+ = *1,2,4+ 
𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑖𝑡𝑦𝐼𝐷 = 3 
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Abbildung 2. 36 Nicht dominierte lebendige Tour für die 1.Iteration 
 
Abbildung 2. 37 Durchschnittliche Länge der Tour für alle Iterationen 
 
Abbildung 2. 38 Die kürzeste Tour für bestimmte Iterationen 
 
Abbildung 2. 39 Standartabweichung für Länge der Tour für alle Iterationen 
 
Abbildung 2. 40 Durchschnittliche Kosten für alle Iterationen 
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Abbildung 2. 41 Billgere Tour bis zu einer bestimmten Iteration 
 
Abbildung 2. 42 Die best Tour in 3-D 
 
Hier haben wir den Algorithmus konkrete erklärt, der Schwerepunkt ist der Tankplan. 
Der Vorteil des Tankplans ist, dass die Ameise an der billigeren Tankstellen tankt. 
Aber der Nachteile ist, mehrere Ameisen sterben unterwegs, weil die Ameise an der 
teureren Tankstelle nichts oder so wenig möglich tankt. Zum Beispiel fährt die 
Ameise von Stadt i nach j und es gilt folgende Bedingung: 
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1). Der Preis für Strom in Stadt i ist teurer als in j 
2). Es gibt keine Benzintankstellen in der Stadt j 
3). 𝑐𝑢𝑟𝑟𝑒𝑛𝑡𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑖
𝐸 +𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 > 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗) 
4).𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 < 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑖, 𝑗)  
 
Aus Bedingung 1,2 und 3 entscheidet die Ameise, am Tankstellen i nur mit Benzin 
voll zu tanken. Wegen 4 schaltet die Ameise unterwegs um. Nachdem die Ameise in 
Stadt j ankommt, bemerkt sie, dass sie doch nicht genug Benzin und Strom im Tank 
hat und weiter fahren kann, obwohl in Stadt j mit Strom vollgetankt wurde. Dann 
stirbt sie. Aber falls die Ameise in Stadt i doch zu einem höheren Preis voll tankt, 
findet sie vielleicht in Stadt j doch genug Strom und Benzin im Tank.  
 
Bis jetzt haben wir diese zwei Algorithmen erklärt. Ich hoffe, dass Sie gut verstanden 




III  Ergebnisse für TSPLIB 
In diesem Kapitel testen wir den Algorithmus über die Quellendaten aus TSPLIB[9] 
und stellen das Ergebnissen vor. 
3.1  TSP mit ACO 
Wir testen den ersten Algorithmus mit Datei berlin52, der 52 Lokations aus Berlin 











Wir testen den Algorithmus mit 5, 10, 20 und 40 Ameisen und dann stellen wir zwei 
Diagramme vor: 
 
1. Durchschnittliche Länge der Tour für jede Iteration 
2. Durchschnittliche Standardabweichung über die Länge der Tour für jede Iteration 
Anzahl des Tests: 512 
Anzahl der Ameise:{5,10,20,40} 
Anzahl der Iterationen: 1000 
Verdunstung: 0,01 
Zufallszahl 𝑞0 = 0,6 
Einfluss von Distanz-Pheromone: 𝛼 = 1 
Einfluss der Heuristik: 𝛽 = 5 
Skalen: 3 𝑘𝑚−1 
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Abbildung 3. 1 Ergebnisse für 5 Ameisen 
 
Abbildung 3. 2 Ergebnisse für 10 Ameisen 
 
Die Abbildung 3.1 zeigt das Ergebnis mit 5 Ameisen, die Linie der durchschnittlichen 
Länge der Tour senkt sehr stark ganz am Anfang und bei späteren Iterationen gibt es 
keine stärkere Senkung. Das ist die Ursache, wieso die Initialwerte der Pheromone 
Wert so klein zugewiesen werden. Mit Hilfe des zweiten Diagramms zeigt sich, dass 
am Anfang größere Standardabweichungen vorkommen, d.h. die Länge der Tour am 
Anfange schwankt sehr stark. Bei späteren Iterationen der Länge der gefunden Tour  
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Abbildung 3. 3 Ergebnisse für 20 Ameisen 
 
 
Abbildung 3. 4 Ergebnisse für 40 Ameisen 
 
Schwankt sie nicht so stark. Die Abbildung 3.2 zeigt das Ergebnisse mit 10 Ameisen. 
Die Linie ist sehr ähnliche wie die in Abbildung 3.1 aber sie sieht besser aus, weil sie 
schwacher als in Abbildung 3.1 schwankt. Auf der Horizontal ist die 
Standardabweichung von Abbildung 3.2 nahe bei 44, sie ist kleiner als die in 
Abbildung 3.1 mit 55. Die Abbildungen 3.3 und 3.4 beziehen sich auf 20 Ameisen 
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und 40 Ameisen. Beim Ergebnis mit 40 Ameisen sieht die Linie am besten aus. Die 
druchschnittliche Standardabweichung bei späteren Iterationen liegt nahe bei 24 und 
die Linie bei späteren Iterationen schwankt sehr schwach. 
 
3.2  TSP & P(E)SP-1 mit ACO 
Am Anfang untersuchen wir die beste Kombination von Lamda und Konstante c über 






















Wir werden 40 mals die Kombination von λ und c untersuchen, wobei 𝜆, 𝑐 ∈
*0.1,0.2, … ,0.9+ gilt. Bei allen Versuchen rechnen wir die durchschnittlichen Kosten 
und Länge der Tour und vergleichen wir diese beiden Beträge, um die beste 
Kombination auszugeben. Das bedeutet, wir bekommen das bekommte beste 
Kombination, die anders dominiert. In Abbildung 3.5 zeigt wieder die Ergebnisse im 
3 dimensionalen Würfel. Der linke Würfel zeigt die Kombination bzgl. der Länge der 
Tour. Mit steigerem Lamda sinkt der Punkt. Die Konstante c beeinflusst die Länge 
der Tour nicht so stark. Der rechte Würfel zeigt die Kombination der Kosten. Mit 
größerem Lamda bekommen wir die billigere Tour, ähnliche wie im linken Würfel. 
Falls c größer als 0,5 ist, steigert das die Kosten der Tour sehr stark. Durch diese zwei 
Würfel können wir einige Information bekommen, dass je größer Lamda ist, desto 
kürzer bzw. billiger wird die Tour. Die Konstante c beeinflusst die Länge der Tour 
nicht so stark. Wir zeigen alle Kombination von Lamda und c in einem 2 
dimensionalen Diagramm wie in Abbildung 3,6. Die Horizontalachse bezieht sich auf 
𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 300 𝑘𝑚 
𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 300 𝑘𝑚 
Anzahl der Tests: 40 
Anzahl von Ameisen: 50 
Anzahl der Iterationen: 100 
Verdunstung: 𝜌 = 0,01 
Preis von Strom: 𝑝𝑟𝑖𝑐𝑒𝐸 = 1,5 € 𝑘𝑚  
Preis von Benzin: 𝑝𝑟𝑖𝑐𝑒𝑃 = 2 € 𝑘𝑚  
Preis von Strafgeld: 𝑝𝑟𝑖𝑐𝑒𝑃𝑒𝑛𝑎𝑙𝑡𝑦 = 1 € 𝑘𝑚  
Preis für Umschaltenstraf: 𝑠𝑤𝑖𝑡𝑐𝑕𝑃𝑒𝑛𝑎𝑙𝑡𝑦 = 0,1 € 𝑘𝑚  
Benzintankstellen in: 80% der Städte 
Stromtankstellen in: 80% der Städte 
Dörfer in: 30% der Städte 
Straße geht bergauf in: 30% der Straßen 
Skalen: 3 𝑘𝑚−1 
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die Länge und die Vertikaleachse auf die Kosten. Wir bekommen zwei nicht 
dominierte Kombinationen:  
𝜆 = 0,9 𝑢𝑛𝑑 (𝑐 = 0,1 ∨ 𝑐 = 0,4) 
 
 
Abbildung 3. 5 Untersuchung der Kombination von Lamda und c in 3D 
 
Abbildung 3. 6 Untersuchung der Kombination von Lamda und c in 2D 
 
Hier stellen wir das Ergebnis für alle Kombinationen in einer Tabellen vor: 
 
Lamda c Average Length(km) Average cost(€) 
0,1 0,1 10536,08 18630,39 
0,1 0,2 10550,39 18694,37 
0,1 0,3 10573,12 18833,2 
0,1 0,4 10564,72 21098,08 
0,1 0,5 10562,43 21730,44 
0,1 0,6 10458,33 27888,86 
0,1 0,7 10430,04 28670,73 
0,1 0,8 10411,85 28736,86 
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0,1 0,9 10398,01 28752,53 
0,2 0,1 10267,17 18053,39 
0,2 0,2 10290,26 18131,35 
0,2 0,3 10319,95 18279,22 
0,2 0,4 10308,99 20425,75 
0,2 0,5 10308,93 20946,21 
0,2 0,6 10195,49 27169,81 
0,2 0,7 10170,43 28028,13 
0,2 0,8 10145,2 28070,74 
0,2 0,9 10127,55 28067,38 
0,3 0,1 9934,0 17360,88 
0,3 0,2 9957,92 17440,95 
0,3 0,3 9984,23 17572,02 
0,3 0,4 9981,15 19617,79 
0,3 0,5 9972,83 20085,4 
0,3 0,6 9858,58 26274,61 
0,3 0,7 9843,78 27192,49 
0,3 0,8 9804,2 27192,44 
0,3 0,9 9781,22 27170,05 
0,4 0,1 9485,04 16461,4 
0,4 0,2 9512,15 16538,1 
0,4 0,3 9550,78 16682,18 
0,4 0,4 9535,62 18567,87 
0,4 0,5 9535,92 18954,12 
0,4 0,6 9419,57 25106,95 
0,4 0,7 9401,22 26030,88 
0,4 0,8 9365,64 26036,34 
0,4 0,9 9325,96 25989,43 
0,5 0,1 8875,7 15274,31 
0,5 0,2 8914,56 15348,13 
0,5 0,3 8951,17 15490,54 
0,5 0,4 8909,9 17183,08 
0,5 0,5 8930,9 17516,85 
0,5 0,6 8811,06 23458,21 
0,5 0,7 8811,6 24480,93 
0,5 0,8 8759,9 24452,56 
0,5 0,9 8741,51 24421,5 
0,6 0,1 8097,23 13777,08 
0,6 0,2 8136,68 13879,64 
0,6 0,3 8176,08 14001,04 
0,6 0,4 8134,95 15497,48 
0,6 0,5 8143,24 15730,13 
0,6 0,6 8049,78 21437,61 
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0,6 0,7 8074,4 22522,09 
0,6 0,8 8021,52 22461,51 
0,6 0,9 8005,71 22454,9 
0,7 0,1 7253,31 12210,99 
0,7 0,2 7294,93 12297,29 
0,7 0,3 7336,4 12410,64 
0,7 0,4 7247,35 13613,98 
0,7 0,5 7267,73 13847,41 
0,7 0,6 7209,98 19177,29 
0,7 0,7 7258,62 20319,76 
0,7 0,8 7244,99 20370,79 
0,7 0,9 7207,51 20301,79 
0,8 0,1 6469,93 10771,61 
0,8 0,2 6503,31 10841,47 
0,8 0,3 6505,03 10879,7 
0,8 0,4 6408,81 11884,16 
0,8 0,5 6446,32 12068,7 
0,8 0,6 6428,02 17066,98 
0,8 0,7 6505,38 18292,48 
0,8 0,8 6484,28 18293,8 
0,8 0,9 6470,36 18286,79 
0,9 0,1 5817,04 9593,74 
0,9 0,2 5828,05 9618,82 
0,9 0,3 5825,33 9639,01 
0,9 0,4 5723,09 10470,98 
0,9 0,5 5743,61 10579,56 
0,9 0,6 5745,95 15208,87 
0,9 0,7 5849,23 16499,04 
0,9 0,8 5841,37 16551,45 
0,9 0,9 5814,49 16496,29 
 
Abbildung 3. 7 Beste Kombination falls c = 0,1 
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Abbildung 3. 8 Kombination für c ∈ {0.3,0.4,0.6} 
 
Zudem ist noch interessant, wie die Konstante c (λ) die Länge und Kosten der Tour 
bei einem bestimmten Lamda (Konstante c) beeinflusst. Die Abbildung 3.7 zeigt, 
falls die Konstante c gleich 0,1 ist, ist das beste Lamda 0,9. Bei zunehmendem 
Lamda wird eine kürzere und gleichzeitig billigere Tour gefunden. Wie in Abbildung 
3.5 der rechte Wurfel zeigt, gibt es zwischen 0,3 und 0,4 bzw. 0,5 und 0,6 der 
Konstante c eine Steigerung der Kosten, wir können es im zweidimensionalen 
Diagramm deutliche wie in Abbildung 3.8 darstellen. Bis jetzt haben wir die besten 
Kombinationen von Lamda und Konstante c untersucht, jetzt werden wir eine 
Kombination probieren und sehen, wie die durchschnittliche Länge und 
entsprechenden Kosten aussieht. Hier setzen wir wieder als Parameter folgende 













Das erste Ergebnis zeigt die Linie über eine durchschnittliche Länge von jeder 
Iteration und zugehörige Standardabweichungen wie in Abbildung 3.9. Im Vergleich 
zur Abbildung 3.3 sinkt die Linie nicht sehr stark am Anfang, weil der Initialwert des 
Distanz Pheromones so groß ist. Aber der Algorithmus führt das erfolgreich wie 
erwartet aus. In Abbildung 3.10 zeigt die Linie der Stromkosten, die sich so ähnlich 
wie die Länge der Tour auswirkt. Die zugehörige Standardabweichung der 
Stromkosten schwankt schwächer als die durchschnittliche Länge der Tours. Die  
Anzahl der Tests: 40 
Anzahl von Ameisen: 50 
Anzahl der Iterationen: 1000 
Benzintankstellen in: 80% der Städte 
Stromtankstellen in: 80% der Städte 
Dörfer in: 30% der Städte 
Straße geht bergauf in: 30% der Straßen 
Skalen: 3 𝑘𝑚−1 
Lamda: 𝜆 = 0,9  
Konstante: 𝑐 = 0,1 
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Abbildung 3. 9 Linie der durchschnittlichen Länge der Tour 
 
Abbildung 3. 10 Linie der durchschnittlichen Stromkosten 
 
durchschnittlichen Benzinkosten wurden von 10383 Euro auf 4148 Euro gesenkt. 
Rechts steht die beste Tour, am Ende wurde die kürzste und billigste Tour gefunden.  
 
Länge (Km) 2514,78 
Stromkosten (Euro) 3772,18 
Benzinkosten (Euro) 0 
Strafkosten (Euro) 0 
Fahren mit Strom in Km 2514,78 
Fahren mit Benzin in Km 0 
Anzahl des Umschaltens 0 
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Durch die Tabellen wissen wir, dass die Ameise nur mit Strom auf der ganzen Tour 
ohne Umschalten gefahren ist. Die folgende Abbildung zeigt die zugehörige Linie der 
Benzinkosten, Strafkosten und gesamten Kosten. Basierend auf der Abbildung 
können wir behaupten, dass in späteren Iteration eine stabile kürzere billigere Tour 
gefunden wird. 
 
Im vorigen Beispiel haben wir für den Preis für Benzin und Strom manuell einige 
bestimmte Werte eingesetzt. Im folgenden Beispiel untersuchen wir die beste 
Kombination von Strom- und Benzinpreis, um mit kürzerer durchschnittlicher Länge 
und billigen durchschnittlichen Kosten für die Tour zu bekommen, wobei für 
𝑝𝑟𝑖𝑐𝑒𝐸 ∈ *1, 1.1, 1.2, , … ,1.9,2.0+ ∧ 𝑝𝑟𝑖𝑐𝑒𝑃 ∈ *2, 2.1, … ,2.9,3+ gilt. 
 
 
Abbildung 3. 11 Linie der durchschnittlichen Benzinkosten 
 
Abbildung 3. 12 Linie der durchschnittlichen Strafkosten 
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Abbildung 3. 13 Linie der durchschnittlichen gesamten Kosten 
 




















Abbildung 3.14 zeigt alle Kombinationen der Strom- und Benzinpreise in einem 2 
dimensionalen Diagramm. Durch das Diagramm wissen wir, dass der Preis die Länge 
der Tour schwache beeinflusst. Am Ende bekommen wir fünf beste Kombinationen, 
die andere Kombinationen erfolgreich dominiert haben. In Abbildung 3.15 zeigt die 
Kombination im 3 dimensionalen Würfel. Im linken Würfel sehen wir, dass sich die 
Länge der Tour fast nicht geändert hat. Basierend auf dem rechten Würfel können wir 
behaupten, dass der Strompreis sich die gesamten Kosten stärker als der Benzinpreis  
𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 300 𝑘𝑚 
𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 300 𝑘𝑚 
Anzahl der Tests: 10 
Anzahl von Ameisen: 50 
Anzahl der Iterationen: 1000 
Verdunstung: 𝜌 = 0,01 
Preis von Strafgeld: 𝑝𝑟𝑖𝑐𝑒𝑃𝑒𝑛𝑎𝑙𝑡𝑦 = 1 € 𝑘𝑚  
Preis für Umschaltenstraf: 𝑠𝑤𝑖𝑡𝑐𝑕𝑃𝑒𝑛𝑎𝑙𝑡𝑦 = 0,1 € 𝑘𝑚  
Benzintankstellen in: 80% der Städte 
Stromtankstellen in: 80% der Städte 
Dörfer in: 30% der Städten 
Straße geht bergauf in: 30% der Straßen 
Skalen: 3 𝑘𝑚−1 
Lamda: 0,1 
Konstante c: 0,9 
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Abbildung 3. 14 Die best Kombination von Strom- und Benzinpreis in 2D 
 
 
Abbildung 3. 15 Die beste Kombination von Strom- und Benzinpreis in 3D 
 
beeinflusst hat. Die resultierende beste Kombination lautet: 
 
Price for Electricity Price for Petrol Average Length Average Cost 
1 € / Km 2,0 € / Km 10270,14 Km 27576,95 € 
1 € / Km 2,2 € / Km 10260,23 Km 29281,79 € 
1 € / Km 2,4 € / Km 10257,85 Km 30998,02 € 
1,2 € / Km 2,4 € / Km 10251,21 Km 31296,36 € 
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Hier stellen wir wieder das Ergebnis für alle Kombinationen in einer Tabellen vor: 
 
Price for Electricity Price for Petrol Average Length  Average Cost  
1,0 2,0 10270,14 27576,95 
1,1 2,0 10284,7 27770,49 
1,2 2,0 10283,83 27923,66 
1,3 2,0 10286,46 28102,63 
1,4 2,0 10294,35 28277,98 
1,5 2,0 10283,13 28423,17 
1,6 2,0 10308,52 28638,79 
1,7 2,0 10298,64 28774,51 
1,8 2,0 10309,97 28973,94 
1,9 2,0 10301,36 29116,02 
2,0 2,0 10301,07 29274,79 
1,0 2,1 10271,72 28422,57 
1,1 2,1 10281,36 28627,14 
1,2 2,1 10278,28 28774,86 
1,3 2,1 10286,0 28967,61 
1,4 2,1 10277,29 29077,49 
1,5 2,1 10294,04 29304,43 
1,6 2,1 10276,36 29431,7 
1,7 2,1 10279,05 29599,22 
1,8 2,1 10290,19 29794,32 
1,9 2,1 10312,4 30008,06 
2,0 2,1 10318,87 30185,88 
1,0 2,2 10260,23 29281,79 
1,1 2,2 10263,75 29437,4 
1,2 2,2 10275,58 29612,87 
1,3 2,2 10289,89 29836,64 
1,4 2,2 10275,87 29941,9 
1,5 2,2 10276,97 30121,19 
1,6 2,2 10299,37 30349,0 
1,7 2,2 10289,69 30482,82 
1,8 2,2 10293,9 30650,01 
1,9 2,2 10291,66 30829,28 
2,0 2,2 10307,89 31023,17 
1,0 2,3 10282,39 30187,29 
1,1 2,3 10282,37 30335,71 
1,2 2,3 10279,35 30490,27 
1,3 2,3 10287,91 30682,65 
1,4 2,3 10275,43 30811,74 
1,5 2,3 10290,96 31010,98 
1,6 2,3 10290,68 31180,99 
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1,7 2,3 10283,72 31325,46 
1,8 2,3 10287,15 31490,82 
1,9 2,3 10299,89 31702,61 
2,0 2,3 10299,9 31850,62 
1,0 2,4 10257,85 30998,02 
1,1 2,4 10260,52 31147,93 
1,2 2,4 10251,21 31296,36 
1,3 2,4 10284,44 31550,7 
1,4 2,4 10279,66 31681,16 
1,5 2,4 10279,31 31853,62 
1,6 2,4 10281,69 32035,03 
1,7 2,4 10283,49 32184,99 
1,8 2,4 10290,12 32390,95 
1,9 2,4 10301,27 32559,49 
2,0 2,4 10290,98 32706,82 
1,0 2,5 10255,66 31828,76 
1,1 2,5 10276,47 32044,69 
1,2 2,5 10267,14 32204,68 
1,3 2,5 10271,67 32362,29 
1,4 2,5 10278,35 32541,57 
1,5 2,5 10284,05 32737,06 
1,6 2,5 10279,82 32900,89 
1,7 2,5 10290,34 33069,82 
1,8 2,5 10272,43 33199,86 
1,9 2,5 10297,03 33433,36 
2,0 2,5 10302,38 33596,82 
1,0 2,6 10244,75 32661,35 
1,1 2,6 10257,6 32848,23 
1,2 2,6 10260,78 33014,64 
1,3 2,6 10282,88 33242,16 
1,4 2,6 10275,89 33395,6 
1,5 2,6 10278,24 33580,14 
1,6 2,6 10269,52 33723,49 
1,7 2,6 10273,9 33875,7 
1,8 2,6 10296,78 34126,46 
1,9 2,6 10297,03 34269,16 
2,0 2,6 10286,33 34424,26 
1,0 2,7 10282,55 33629,45 
1,1 2,7 10264,67 33743,67 
1,2 2,7 10275,28 33942,71 
1,3 2,7 10280,65 34104,34 
1,4 2,7 10282,18 34286,14 
1,5 2,7 10282,28 34437,69 
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1,6 2,7 10283,14 34617,09 
1,7 2,7 10301,83 34824,3 
1,8 2,7 10291,0 34947,45 
1,9 2,7 10304,26 35160,03 
2,0 2,7 10290,42 35292,15 
1,0 2,8 10260,67 34441,88 
1,1 2,8 10261,14 34594,57 
1,2 2,8 10268,94 34791,13 
1,3 2,8 10273,7 34956,35 
1,4 2,8 10274,06 35112,15 
1,5 2,8 10272,0 35288,02 
1,6 2,8 10279,07 35456,85 
1,7 2,8 10290,28 35674,72 
1,8 2,8 10271,96 35766,43 
1,9 2,8 10279,74 35956,77 
2,0 2,8 10285,63 36143,53 
1,0 2,9 10262,67 35297,62 
1,1 2,9 10279,1 35466,56 
1,2 2,9 10274,33 35665,63 
1,3 2,9 10266,07 35800,55 
1,4 2,9 10271,16 35970,43 
1,5 2,9 10286,8 36176,06 
1,6 2,9 10276,9 36321,32 
1,7 2,9 10283,03 36492,93 
1,8 2,9 10274,44 36617,98 
1,9 2,9 10284,34 36841,96 
2,0 2,9 10280,7 36994,32 
1,0 3,0 10260,11 36129,43 
1,1 3,0 10279,17 36369,78 
1,2 3,0 10276,08 36506,35 
1,3 3,0 10272,53 36668,15 
1,4 3,0 10285,36 36868,13 
1,5 3,0 10270,83 36988,13 
1,6 3,0 10269,85 37161,23 
1,7 3,0 10278,27 37347,11 
1,8 3,0 10289,52 37552,58 
1,9 3,0 10279,95 37660,24 
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3.3  TSP & P(E)SP-2 mit ACO 
Am Anfang untersuchen wir wieder die beste Kombination von Lamda und 


















Weil mehrere Ameisen unterwegs in diesem Fall sterben können, nehmen wir an, dass 
es in allen Städten beider Arten von Tankstellen gibt. Die entsprechende 
Preisverteilung von Benzin und Strom sieht so aus: 
 
Preisverteilung von Strom: Preisverteilung von Benzin 
Preis (€/km) Verteilung in % Preis (€/km) Verteilung in % 
1 50 2 50 
1,5 50 2,5 50 
 
Das Idee ist analog zu vorher, wir werden 40 mal die Kombinationen von Lamda und 
c untersuchen ,wobei für 𝜆, 𝑐 ∈ *0.1,0.2, … ,0.9+ gilt. Auf jedes Versuchen berechnen 
wir die durchschnittlichen Kosten und die Länge der Tour aus und vergleichen diese 
beiden Beträge, um die besten Kombinationen auszugeben. Wir bekommen wieder 
zwei Würfel, der linke Wurfel von Abbildung 3.16 zeigt wieder die Kombination über 
die Länge der Tour. Auf der Seite von Lamda wird die Länge der Tour deutlich 
beeinflusst. Der linke Würfel zeigt die Kombination der gesamten Kosten. Von 0,6 
nach 0,7 bei Konstante c gibt es eine großere Steigerung. Bezogen auf diese beiden 
Wüfel können wir schwere sagen, welche Kombination die Beste ist. Wir 
visualisieren es wieder per 2D Diagramm wie in Abbildung 3.17. Wir bekommen 
insgesamt vier nicht dominierte Kombinationen: 
 
𝜆 = 0,9 ∧  (𝑐 = 0,1 ∨ 𝑐 = 0,4 ∨ 𝑐 = 0,5 ∨ 𝑐 = 0,6) 
𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝐸 = 300 𝑘𝑚 
𝑚𝑎𝑥𝐶𝑎𝑝𝑎𝑐𝑖𝑡𝑦𝑃 = 300 𝑘𝑚 
Anzahl der Tests: 40 
Anzahl von Ameisen: 50 
Anzahl der Iterationen: 100 
Verdunstung: 𝜌 = 0,01 
Preis von Strafgeld: 𝑝𝑟𝑖𝑐𝑒𝑃𝑒𝑛𝑎𝑙𝑡𝑦 = 1 € 𝑘𝑚  
Preis für Umschaltenstraf: 𝑠𝑤𝑖𝑡𝑐𝑕𝑃𝑒𝑛𝑎𝑙𝑡𝑦 = 0,1 € 𝑘𝑚  
Benzintankstellen in: 100% der Städte 
Stromtankstellen in: 100% der Städte 
Dörfer in: 30% der Städte 
Straße geht bergauf in: 30% der Straßen 
Skalen: 3 𝑘𝑚−1 
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Abbildung 3. 16 Untersuchung der Kombination von Lamda und c in 3D 
 
Abbildung 3. 17 Kombination von Lamda und c in 2D 
 
Hier stellen wir das Ergebnis für alle Kombinationen in einer Tabellen vor: 
 
Lamda c Average Length(km) Average cost(€) 
0,1 0,1 10849,94 16497,23 
0,1 0,2 10882,67 16656,81 
0,1 0,3 10901,22 16922,63 
0,1 0,4 10921,84 17491,52 
0,1 0,5 10917,95 20570,72 
0,1 0,6 10853,09 25062,65 
0,1 0,7 10748,89 30373,85 
0,1 0,8 10691,6 31532,59 
0,1 0,9 10670,23 31500,85 
0,2 0,1 10582,03 15931,58 
0,2 0,2 10605,57 16081,86 
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0,2 0,3 10639,84 16325,4 
0,2 0,4 10664,67 16851,31 
0,2 0,5 10660,61 19655,97 
0,2 0,6 10588,53 23904,71 
0,2 0,7 10462,49 29332,68 
0,2 0,8 10401,9 30586,52 
0,2 0,9 10384,24 30586,93 
0,3 0,1 10238,63 15270,21 
0,3 0,2 10260,68 15385,2 
0,3 0,3 10297,38 15602,68 
0,3 0,4 10327,76 16057,38 
0,3 0,5 10323,51 18559,95 
0,3 0,6 10242,56 22551,92 
0,3 0,7 10094,51 28108,35 
0,3 0,8 10048,16 29469,25 
0,3 0,9 10022,65 29460,32 
0,4 0,1 9754,36 14362,7 
0,4 0,2 9803,55 14502,39 
0,4 0,3 9838,43 14695,61 
0,4 0,4 9872,86 15095,81 
0,4 0,5 9853,49 17289,88 
0,4 0,6 9773,36 20864,1 
0,4 0,7 9602,19 26494,42 
0,4 0,8 9571,38 28020,92 
0,4 0,9 9534,04 27982,31 
0,5 0,1 9122,69 13217,96 
0,5 0,2 9156,46 13308,45 
0,5 0,3 9203,31 13474,15 
0,5 0,4 9248,26 13826,11 
0,5 0,5 9220,66 15682,27 
0,5 0,6 9126,11 18851,89 
0,5 0,7 8942,24 24501,03 
0,5 0,8 8926,24 26125,06 
0,5 0,9 8886,73 26058,7 
0,6 0,1 8278,0 11748,92 
0,6 0,2 8331,97 11849,78 
0,6 0,3 8370,48 11981,49 
0,6 0,4 8412,0 12258,21 
0,6 0,5 8353,35 13787,39 
0,6 0,6 8288,74 16457,63 
0,6 0,7 8122,02 22093,1 
0,6 0,8 8143,15 23846,91 
0,6 0,9 8099,18 23779,28 
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0,7 0,1 7379,39 10238,78 
0,7 0,2 7423,82 10331,19 
0,7 0,3 7441,25 10388,09 
0,7 0,4 7474,72 10590,92 
0,7 0,5 7398,05 11751,36 
0,7 0,6 7325,75 13890,7 
0,7 0,7 7222,71 19501,64 
0,7 0,8 7289,0 21382,26 
0,7 0,9 7273,65 21388,91 
0,8 0,1 6549,48 8901,29 
0,8 0,2 6563,08 8923,4 
0,8 0,3 6580,96 8977,61 
0,8 0,4 6586,59 9090,42 
0,8 0,5 6509,53 9999,98 
0,8 0,6 6443,31 11682,32 
0,8 0,7 6422,02 17184,97 
0,8 0,8 6495,86 19085,61 
0,8 0,9 6484,04 19121,06 
0,9 0,1 5854,97 7799,52 
0,9 0,2 5858,63 7808,9 
0,9 0,3 5861,57 7830,51 
0,9 0,4 5852,64 7880,56 
0,9 0,5 5776,33 8590,22 
0,9 0,6 5714,69 9875,02 
0,9 0,7 5718,02 15100,48 
0,9 0,8 5854,08 17228,56 
0,9 0,9 5846,47 17281,24 
 
Jetzt werden wir eine Kombination testen und ermitteln, wie die durchschnittliche 
Länge und entsprechenden Kosten aussehen. Wir testen insgesamt 1000 Iterationen 
mit 40 Versuchen, die anderen Parameter sind ganz gleich wie vorher, wobei 
𝜆 = 0,9 ∧ 𝑐 = 0,1 ist. Wir bekommen wieder insgesamt 5 Diagramme. Die Linie 
sinkt wegen des größeren Initialwerts des Pheromone Werts wieder nicht so stark wie 
am Anfang. Aber bei späteren Iterationen bewegt sie sich nicht stark. Wie in 
Abbildung 3.18 nach ca. 500 Iterationen zu sehen ist bewegt sich die 
durchschnittliche Länge der Tour nicht so deutlich. Bei den späteren Iterationen 
sinken die Stromkosten von 8147 € auf ca. 3179 €, die Differenz dazwischen beträgt 
ca. 4968 €. Das bedeutet, nach 1000 Iterationen hat die Ameise die bessere Tour 
gefunden, die 4968 € für Stromkosten einspart. Die Benzinkosten sinken von 2554 € 
auf 67 € und analog die Strafkosten von 1143 € auf 29 €. Wir können sagen, dass die 
Ameise bei späteren Iterationen lieber mit Strom fährt. Für die gesamten Kosten 
senkt das die Kosten von 11843 € auf 3286 €, die durchschnittlich 8557 € eingespart 
hat. Auf der rechten Seite steht die beste Tour, die kürzer und billiger als andere  
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Abbildung 3. 18 Linie der durchschnittlichen Länge der Tour 
 
Abbildung 3. 19 Linie der durchschnittlichen Stromkosten 
 
Touren ist. Sie sind: 
 
Länge (km) 2514,78 2524,38 2524,08 2522,54 2516,42 
Stromkosten (Euro) 2760,59 2646,33 2666,33 2675,34 2681,11 
Benzinkosten (Euro) 0 0 0 0 0 
Strafkosten (Euro) 0 0 0 0 0 
Fahren mit Strom in km 2514,78 2524,38 2524,08 2522,54 2561,42 
Fahren mit Benzin in km 0 0 0 0 0 
Anzahl des Umschaltens 0 0 0 0 0 
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Aus den obigen Tabellen wissen wir, dass alle besten Touren ohne Benzin gefahren 
wurden. Da die entsprechenden Benzinkosten bzw. Strafkosten null betragen und 
ohne Umschalten unterwegs gefahren wurde. In den Tabellen erkennen wir auch, 
dass eine Tour mit kürzer Länge trotzdem teuere Kosten verursachen kann. Wir 
können mit Hilfe der Tabellen eine günstigere Stadtbelegung von Tankstellen mit 
entsprechenden unterschiedlichen Strom- und Benzinpreisen vorschlagen, so kann die 
kürzere und billigere Rundtour gefunden werden kann. 
 
 
Abbildung 3. 20 Linie der durchschnittlichen Benzinkosten 
 
 
Abbildung 3. 21 Linie der durchschnittlichen Strafkosten 
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IV  Zukunftsarbeit 
Der bisherige Algorithmus dient nur dazu, eine kürzere Tour mit billigeren Kosten so 
gering wie möglich zu finden. In der Zukunft können wir noch mehr Metrik einfügen, 
zum Beispiel fährt normalerweise das Auto mit Benzin schnell als mit Strom. Weil 
das Benzin teurer als Strom ist und für das Benzin mehr Strafgeldbezahlung anfällt, 
entscheidet die Ameise auf Benzin bevorzugt, die Auswahl von Strom hat eine 
höhere Priorität. Zum Beispiel können wir noch zusätzlich mehrere Parameter bzw. 
nicht nur der Preis sondern auch die Geschwindigkeit. Die Ameise findet die Tour, 
die so weniger Zeit erfordert. Für jede Straßen fügen wir wieder einen neuen 
Parameter für die Geschwindigkeit von Benzin und Strom ein. Das Auto fährt bergab 
schneller als bergauf und Benzin ist kräftiger und schneller als Strom. Zur 
Verkürzung der Zeiterforderung fährt das Auto bergauf lieber mit Benzin. Für diesen 
Fall müssen wir die Funktion der Straßenschwierigkeit noch komplizierter machen. 
Die andere Formel bleibt. Für die nicht dominierte Tour rechnen wir nach drei 
Metriken, das Tour i dominiert j, falls Tour i mindesten kürzer billiger und schneller 
als j ist. Vielleicht können wir in der Zukunft in einer Forschung weiter überlegen.  
 
Für unsere Algorithmen gibt es eine Voraussetzung, die alle Tankstellen in der Stadt 
liegen. S. Khuller, A. Malekian und J. Mestre[8] haben noch anderee Probleme 
vorgestellt, dass die Tankstelle nicht nur in der Stadt liegen kann, sondern auch mit 
einem kürzeren Abstand nahe bei der Stadt liegen kann. D.h. der Alogrithmus den 
Rundweg findet, der alle Städte außer der Anfangsstadt genau einmal besucht werden, 
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dass es mit der kürzesten Länge und den billigeren Kosten so möglich ist. Sie 
brauchen alle Tankstellen nicht unbedingt zu besuchen. Für diesen Fall ist der 
Algorithmus noch komplizierter, d.h. die Ameise tankt an der Tankstelle, nicht nur an 
der billigeren Tankstelle sondern auch mit kürzerem Abstand. Normalerweise 
verursacht der falsche Tankplan eine längere Tour und höhere Kosten, obwohl der 
Preis so billig ist. 
 
 
Abbildung 4. 1 Tankstellen liegen nahe bei der Stadt 
 
Wie Abbildung 4.1 gezeigt, entscheidt die Ameise, dass sie von Stadt i nach Stadt j 
weiter fahren kann und steht jetzt in Stadt i. Die Ameise hat noch einiges Strom und 
Benzin im Tank in Stadt i, aber nicht genug um nach Stadt j weiter fahren zu können. 
D.h. sie braucht die Tankstelle zu besuchen. Hier gibt es zwei Tankstellen für Benzin 
und Strom mit entsprechendem Preis, die am nahesten neben die Stadt i liegt. Stadt j 
hat auch zwei Tankstellen. Dann hat die Ameise mehrere Fahrpläne, zum Beipsiel 
kann die Ameise zuerst nach Stromtankstellen fahren und dort voll tanken, wie in 
Abbildung 4.2 gezeigt ist, dann fährt das Auto direkt nach Stadt j: 
 
 
Abbildung 4. 2 Die Ameise fährt über Stromtankstelle 
 
Aber falls der Preis 𝑝𝑝,𝑖 < 𝑝𝑝,𝑗 gilt, dann kann die Ameise doch zur Benzintankstelle 
und dort voll tankt dann weiter fahren wie in Abbildung 4.3. Aber vielleicht kostet es  
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Abbildung 4. 3 Die Ameise fährt über Strom- & Benzintankstellen 
 
doch mehr und mit der längeren Tour. Die Ameise können das erste Mal zur 
Benzintankstelle fahren. Eine noch interessantere Idee ist, das Problem nicht nur mit 
ACO sondern mit ACO kombiniert mit PSO zu lösen. In der Realität fährt das Auto 
nicht von einer Position zu anderen auf einer geraden Linie, sondern mit einer Kurve. 
Falls es einen Berg antrifft und es dort keinen Tunnel gibt, leitet es um. Für diesen 
Fall können wir zusätzlich von Hilfe mit PSO geben, wobei PSO die Abkürzung von 
Partikel Swarm Intelligenz ist. Der Algorithmus kann für die folgende Stadt durch 
ACO entscheiden und im PSO fahren. Falls der Partikel oder die Ameise nah vor 
einer Stadt oder Tankstelle steht, fährt es sofort dorthin. Der Partikel fliegt 






Wobei 𝑝𝑖,𝑑  personal bzw. die beste lokale Position und 𝑝𝑔,𝑑  global die beste 
Position ist, 𝑐1 und 𝑐2 sind Konstanten und 𝑟1 bzw. 𝑟2 zwei Zufallszahlen. Jeder 
Partikel hat eine Geschwindigkeit 𝑣𝑖,𝑑 und er fliegt bei jedem Zeitschritt im Abstand 
𝑣𝑖,𝑑. Die Abbildung 4.4 zeigt die Bewegung des Partikels in einem Zeitschritt: 
 
Abbildung 4. 4 Partikel fliegt in einem Zeitschritt[5] 
 
𝑣𝑖,𝑑 = 𝜔𝑣𝑖,𝑑 + 𝑐1𝑟1 𝑝𝑖,𝑑 − 𝑥𝑖,𝑑 + 𝑐2𝑟2 𝑝𝑔,𝑑 − 𝑥𝑖,𝑑  
𝑥𝑖,𝑑 = 𝑥𝑖,𝑑 + 𝑣𝑖,𝑑 
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Die lokale beste Position ist die Stadt, die durch ACO entschieden wurde, zuweisen 
und für die global beste Position als Mittelpunkt der restlichen noch nicht besuchten 
Städte. Mit dieser Arbeitsweise können wir ein vermutliches Ergebnis, das in 
Abbildung 4.5 gezeigt ist, bekommen. Diese Idee können wir auch an Zukunft weiter 
entwickeln: 
 
Abbildung 4. 5 Vermutliches Ergebnis für ACO+PSO 
 
V  Implementierung 
In diesem Abschnitt werden wir die Anwendung von Software erklären, also wie man 
die Parameter einsetzen kann und was es bedeutet. 
 
 
Abbildung 5. 1 Beginn des Software 
 
Am Anfang führen wir das Programm aus und bekommen wir das Fenster wie in 
Abbildung 5.1. Der Breich, der links oben steht und mit rot markiert ist, zeigt die 
Auflistung von Problemen. Das erste Problem ist eine allgemeiner TSP zur 
Einführung. Hier werden wir ein ganz einfaches Beispiel zeigen. Zum Beispiel 
klicken wir das dritte Problem, bekommen wir das folgende Fenster: 
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Abbildung 5. 2 TSP & E(P)SP mit ACO 
 
Wie in Abbildung 5.2 gezeigt, bekommen wir doch drei Teilen, am mittel stehende 
Teil ist über der Ablaufdiagramm für Ameise. Rechte Teil ist das Einsetzung 
entsprechende Parameter. Das unter stehende Teil bekommen wir alle Ergebniss. 
Dann können wir entweder mit Klicken des Button ‚Add City‘ selbst die Städten 
einfügen oder einfach einige Quellen bzw. aus den TSPLIB[9] eingeben. Hier werden 
wir das Beispiel, die in laufende Arbeit genutzt hat, eingeben: 
 
 
Abbildung 5. 3 Nach dem Klicken „Add Resource“ 
 
Abbildung 5.3 zeigt, dass wir die Beispiel-Datei als „test-1.tsp“ auswählen, dann wird 
der Bildschirm automatisch aktualisiert: 
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Abbildung 5. 4 Einsetzung von Parametern 
 
Dann setzen wir entsprechende Parameter ein, die ganz rechts steht. Zum Beispiel 
haben wir in Abbildung 5.4 die Anzahl der Ameisen mit 10 usw. gewählt. Nachdem 
alles erfolgreich eingesetzt ist, klicken wir den Button „New Start“. Das Programm 
wird sofort ausgeführt. 
 
 
Abbildung 5. 5 Ergebnis von TSP & P(E)SP-2 mit ACO 
 
Wie in Abbildung 5.5 gezeigt wird, bekommen wir im Mittel den finalen Fahrplan 
von allen Ameisen wie die unter Bereich stehenden Ergebnisse wie zum Beispiel ein 
Diagramm über die durchschnittliche Länge der Tour. Der mit Blau markierte Bereich 
ist allem Auflistungen der Ameise. Zum Beispiel klicken wir die erste Ameise der 
ersten Iteration, bekommen wir den intuitiven Fahrplan wie in Abbildung 5.6: 
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Abbildung 5. 6 Die Tour der ersten Ameise der ersten Iteration 
 
Abbildung 5.6 zeigt ganz deutlich, wie die Ameise läuft und die Endkapazität im 
Tank bzgl. Strom und Benzin, die Ameise fährt wieder zur Anfangsstadt zurück, siehe 
linke obere Ecke. Wir haben wieder mit Rot markiert. Am Programm müssen wir 
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VI Zusammenfassung 
Das Ameisenkolonie Optimization (engl. Ant Colony Optimization, kurz: ACO) ist 
eine Mateheuristik, ein Verfahren der kombinatorischen Optimierung, welches auf 
dem modellhaften Verhalten von realen Ameisen bei der Futtersuche basiert[1].  
 
Wir haben zwei alternative Algorithmen erklärt, die Algorithmen heißt TSP & P(E)SP. 
Ziel der Algorithmen ist es, einen kürzeren und billigeren Rundweg zu finden. Die 
Ameise fängt bei der ersten Iteration an, bis eine bestimmte Qualifikation oder 
maximale Anzahl von Iterationen erreicht ist. Nach jeder Iteration wird die 
entsprechende Pheromone Matrix aktualisiert, sodass die Ameisen die nächste 
Iteration besser findet. Hier haben wir angenommen, dass jede Tankstelle in der Stadt 
liegt. Die Ameisen werden in unserem Beispiel entweder mit Benzin oder mit Strom 
angetrieben. Wir haben dabei zwei Fälle diskutiert, bei der ersten haben wir 
angenommen, dass der Preis von Benzin und Strom an allen Tankstellen einheitlich 
ist. Diesen Fall bezeichnen wir als ‚TSP & P(E)SP-1‘. Die Ameise tankt immer voll, 
wenn sie bei einer neuen Tankstelle ankommt. Beim zweiten Fall nehmen wir an, 
dass sich der Preis von Strom und Benzin unterschiedlichen kann. Für diesem Fall 
haben wir zusätzlich einen Tankplan erstellt, wobei die Ameise immer bei der  
billigsten Tankstelle tankt. Problematisch ist, dass mehrere Ameisen sterben. 
 
Im Abschnitt Zunkunftsarbeit haben wir noch weitere Problem erörtert und 
gleichzeitig sinvolle Methoden, sogenannte ‚ACO+PSO‘ vorgestellt, bei der die 
Ameise nicht auf einer Linie fährt sondern in einer Kurve. Eines dieser Probleme 
könnte sein, dass die Ameise bei der Fahrt an einen Fluss ohne Übergang oder 
Brücke kommt, und dabei durch eine Umleitung den nächstgelegenen kürzesten Weg 
findet und fährt. Die aufkommenden Problem können wir auch mit anderen 
Methoden lösen, wie z. B. dem Bienenalgorithmus usw.  
 
Die Thematik der Arbeit ist bis heute ein sehr aktuelles. Es ist sinnvoll sich näher mit 
diesem Gegenstand auseinanderzusetzen. Es lassen sich viele praktische 
Anwendungen diese Problematik finden, so können wir eine fremde Stadt oder einen 
alten Stadtplan mit dieser Methode bearbeiten. Dabei analysieren wir die 
Kapazitätsveränderungen jeder Haltestelle (Städte) und können erkennen, ob dort 
zusätzliche Tankstellen benötigt werden oder nicht. Das bedeutet, dass wir umgekehrt 
auch erkennen können, ob eine Tankstelle abgebaut werden sollte, bzw. nicht länger 
von Nutzen ist. Dadurch können wir bessere Stadtpläne bekommen oder die 
bisherigen auswerten, bzw. einige Qualifikation errechnen. Dieses Thema wird 
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