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V zakljucˇnem delu so uporabljene naslednje velicˇine in simboli:
Velicˇina / oznaka Enota
Ime Simbol Ime Simbol
frekvenca f Hertz Hz
cˇas t sekunda s
Tabela 1: Velicˇine in simboli
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jezika, izdan leta 1999
CLK Clock signal Urin signal
DSI Display serial interface Serijski vmesnik za zaslon
FLASH Flash memory Bliskovni pomnilnik
FMC Flexible memory controller Fleksibilen krmilnik pomnilnika
FPS Frames per second Slicˇic na sekundo
HAL Hardware Abstraction Layer Abstrakcija strojne opreme
HBP Horizontal back porch Vodoravne zadnje mrtve tocˇke
xiii
xiv Seznam uporabljenih kratic
HFP Horizontal front porch Vodoravne sprednje mrtve tocˇke
HSYNC Horizontal synchronization Vodoravna sinhronizacija
I2C Inter-Integrated Curcuit Serijski vmesnik
QUADSPI Quad SPI
SPI s sˇtirimi podatkovnimi
povezavami
RAM Random access memory Pomnilnik z nakljucˇnim dostopom
RGB Parallel display control Vzporedno krmiljenje zaslona
RGB565
Red, Green and Blue
with 5, 6 and 5 bits per
pixel respectively
Rdecˇa, modra in zelena
s 5, 6 in 5 biti na slikovno tocˇko
RGB888
Red, green and blue colors,
each with 8 bits per pixel
Rdecˇa, modra in zelena barva,






SPI Serial Peripheral Interface Serijski vmesnik
VBP Vertical back porch Navpicˇne zadnje mrtve tocˇke
VFP Vertical front porch Navpicˇne sprednje mrtve tocˇke
VSYNC Vertical synchronization Navpicˇna sinhronizacija
Tabela 2: Seznam uporabljenih kratic.
Povzetek
Graficˇni uporabniˇski vmesnik je nacˇin interakcije med uporabnikom in na-
pravo, najvecˇkrat osebnim racˇunalnikom. V danasˇnjem cˇasu postajajo vgrajeni
sistemi vse bolj zmogljivi, s tem pa tudi vse vecˇje zahteve po delovanju. Pri naj-
bolj zmogljivih napravah lahko prikljucˇimo zaslon na sistem in tako omogocˇimo
uporabniku graficˇen prikaz. Ker imajo vgrajeni sistemi precej manj spominskih
kapacitet, moramo razmisliti o graficˇnih knjizˇnicah, ki so namenjene prav taksˇnim
sistemom.
V magistrskem delu je prikazan razvoj knjizˇnice za graficˇni uporabniˇski vme-
snik, ki jo lahko poganjamo na katerem koli arhitekturnem sistemu. Delo je
razdeljeno na tri poglavja. Na zacˇetku je opisano ozadje graficˇnega vmesnika na
vgrajenih sistemih, predstavljene pa so tudi tri komercialne knjizˇnice. V nadalje-
vanju so opisane vhodne zahteve za razvoj knjizˇnice, in sicer tiste, ki so potrebne
za njeno osnovno delovanje na mikrokontrolerju. Drugi del predstavlja primerno
strojno opremo in opremo, na kateri so bili opravljeni vsi testi koncˇnega izdelka.
Temu sledi zadnje, vecˇje poglavje, ki opisuje pomembne elemente programske
opreme in nacˇin, na katerega so z namenom cˇim bolj optimalnega izvajanja na
vgrajenih sistemih strukturirani bloki v knjizˇnici.




Graphical user interface is the type of interaction between user and device,
in most cases device is personal computer. Today embedded systems are very
powerful and requirements for them are also higher. In most advanced devices
we have support to connect display natively and this allows us to have graphical
representation of device on display. Most embedded systems have lack of suppor-
ted memories and this brings us opportunity to design graphical user interface
library for memory constraint devices.
In this thesis development of graphical user interface is described, which can
be driven on any embedded system as it is platform independent. Work has 3 se-
parated sections. First there is background description of graphical user interface
and description of commercial products today available. It is followed by input
requirements description as basic features. Second section describes hardware
used for development of library and features used on some microcontrollers today
for graphics. Last section talks about software development, block structure and
features required for optimal execution on small systems.




Graficˇni uporabniˇski vmesnik je nacˇin interakcije med uporabnikom in napravo,
najvecˇkrat osebnim racˇunalnikom. S pomocˇjo zaslona (najvecˇkrat graficˇnega)
lahko spremljamo in upravljamo napravo na razlicˇne nacˇine.
Danasˇnje aplikacije postajajo vse bolj zahtevne – tudi v vgrajenih sistemih
in napravah zahtevajo graficˇno interakcijo uporabnika. Graficˇni vmesniki za
opravljanje hitrih operacij potrebujejo ogromno pomnilnika, sicer bi ob pocˇasni
osvezˇitvi zaslona videli bliskanje zaslona (ang. flickering). V vgrajenih sistemih
je velikost pomnilnika omejena – ta je veliko manjˇsa od pomnilnikov v osebnih
racˇunalnikih. V primerjavi z osebnimi racˇunalniki danes na trgu poznamo mikro-
kontrolerje z do 4 MB bliskovnega programskega pomnilnika ter do 1 MB RAM
pomnilnika.
Kadar delamo z barvnim zaslonom s 24-barvno globino slikovne tocˇke, hitro
ugotovimo, da imamo premalo pomnilnika in da bo za zagotavljanje optimalnega
delovanja potrebna optimizacija graficˇnih operacij. Taksˇen primer je zaslon sˇirine
800 tocˇk in viˇsine 480 tocˇk, ki pri 24-bitni slikovni tocˇki potrebuje dolocˇeno
velikost pomnilnika, ki ga prikazuje spodnja enacˇba.
size = 800 ∗ 480 ∗ 3 = 768000B = 768kB (1.1)
Za sliko tako potrebujemo vsaj 768 kB pomnilnika, ki ga z dolocˇenim cˇasovnim
intervalom posˇiljamo na zaslon. Za optimalno graficˇno izkusˇnjo en virtualni za-
slon (ang. layer) ni dovolj, zato uporabimo koncept vecˇ zaslonov (ang. mul-
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tilayer), pri katerem je en virtualni zaslon v pomnilniku uporabljen za prikaz
trenutne slike na fizicˇnem zaslonu, drugega pa riˇsemo znotraj pomnilnika. Ko
drugega nariˇsemo, virtualna zaslona zamenjamo tako, da za prikaz uporabimo
drugi zaslon, prvega pa, cˇe je potrebno, za obnovitev nove slike.
Pri zmogljivih mikrokontrolerjih imamo mozˇnost povezave zunanjih po-
mnilniˇskih enot (zunanji RAM, SD kartica), kar nam omogocˇa dodaten pomnil-
nik za hranjenje virtualnih zaslonov in graficˇnih primitivov, kot so slike, pisave
in drugo.
1.1 Utripanje zaslona
Utripanje (ang. flickering) lahko vidimo v primeru, ko je izvajanje risanja slike
pocˇasnejˇse od posˇiljanja slike na zaslon. To se dogaja, kadar imamo le en po-
mnilnik, ki ga hkrati urejamo in prikazujemo na zaslonu. Tezˇavo lahko resˇimo le
tako, da novo sliko riˇsemo v pomnilnik v nacˇinu sinhronizacije. Na sliki 2.2 je
prikazana mozˇnost risanja, kadar smo v delu, v katerem je VFP aktiven [4].
1.2 Komercialne resˇitve
Pred razvojem graficˇne knjizˇnice sem raziskal tri pomembne resˇitve graficˇnih
knjizˇnic za namen vgrajenih sistemov, ki jih najdemo na trgu.
1.2.1 SEGGER emWin
Graficˇni vmesnik emWin nemsˇkega podjetja SEGGER je prvi profesionalni vme-
snik, ki se uporablja na mikrokontrolerjih. Na zacˇetku je bil vmesnik precej
omejen s staticˇnimi elementi (brez animacij) ter z izgledom operacijskega sistema
Windows 98. V podjetju so bili taksˇen vmesnik prisiljeni posodobiti tako s teh-
nolosˇkega kot estetskega vidika (izgled), saj so jim ostala podjetja sledila in jih
tudi prehitela v sˇtevilu prodanih licenc. [5].
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1.2.2 TouchGFX
TouchGFX knjizˇnica je na zacˇetku razvoja resˇevala problematiko staticˇnih ele-
mentov emWin vmesnika ter tako postala zelo popularna, saj omogocˇa ogromno
animacij in drugih naprednih funkcij. Podjetje Draupner Graphics je razvilo ar-
hitekturno neodvisno knjizˇnico, a se arhitekturni razvoj v zadnjih letih zblizˇuje s
strojno opremo mikrokontrolerjev podjetja STMicroelectronics. Ti namrecˇ vse-
bujejo graficˇne pospesˇevalnike in LCD krmilnik [6].
1.2.3 Embedded Wizard
Zadnje profesionalno orodje razvija podjetje TARA Systems. Gre za knjizˇnico
z malo uporabniki, a mocˇno razvojno ekipo, ki knjizˇnico vsakodnevno izboljˇsuje
ter konkurira TouchGFX-u [7].
1.3 Vhodne zahteve graficˇne knjizˇnice
Pred razvojem koncˇnega izdelka sem postavil vhodne zahteve koncˇne knjizˇnice,




Locˇen arhitekturno odvisen del (ang. low-level layer)
od aplikacijskega dela (ang. high level API ).
UZ2 Vmesnik mora omogocˇati uporabo z operacijskim sistemom.
UZ3 Vmesnik mora biti napisan v programskem jeziku C verzije C99.
UZ4
Vmesnik lahko uporabimo na kateremu koli zaslonu
ne glede na barvno globino ali nacˇin komunikacije.
UZ5
Vmesnik mora omogocˇati vecˇjezicˇnost in znake,
ki lahko zasedejo vecˇ bajtov (ang. Unicode).
UZ6 Vmesnik mora omogocˇati delno posodabljanje zaslona.
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Oznaka Opis
UZ7 Vmesnik mora omogocˇati zaslon na dotik in podpirati vecˇ dotikov.
UZ8 Vmesnik mora zaznati klik, daljˇsi klik ali dvojni klik.
UZ9
Vmesnik mora omogocˇati slike barvnih globin
RGB565, RGB888 in ARGB8888.
UZ10
Vmesnik mora omogocˇati nacˇin programiranja na dogodke
z uporabo funkcij za povratni klic (ang. callback function).
UZ11 Vmesnik mora imeti svoj urejevalnik dinamicˇnega pomnilnika.
UZ12
Vmesnik mora vkljucˇevati osnovne vticˇnike,
ki jih lahko najdemo v operacijskem sistemu Windows.
UZ13 Vmesnik mora omogocˇati locˇene nastavitve prosojnosti vticˇnikov.
Tabela 1.1: Vhodne zahteve graficˇne knjizˇnice.
2 Strojna oprema
2.1 Blokovna shema
Za potrebe razvoja knjizˇnice sem uporabljal najcenejˇso komercialno razvojno









Slika 2.1: Osnovna struktura strojne opreme.
Na sliki 2.1 je prikazana osnovna blokovna shema dela, pomembnega za razvoj
graficˇnega vmesnika. Osrednja enota je mikrokrmilnik ARM Cortex-M, ki ima
na eni strani povezane pomnilnike, na drugi pa zaslon ter krmilnik za zaznavanje
dotikov na zaslonu.
2.2 Uporabljeni razvojni plosˇcˇi
Na trgu je veliko razvojnih plosˇcˇ podjetja STMicroelectronics. Odlocˇil sem se za
dve, STM32F7 Discovery in STM32F769 Discovery, saj imata visoko locˇljivost
zaslona in temeljita na procesorju ARM Cortex-M7.
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Parameter STM32F7-Discovery [8] STM32F769-Discovery [9]
Mikrokrmilnik STM32F746NG STM32F769NI
Frekvenca ure 200MHz 200MHz
Velikost RAM 340kB 512kB
Velikost FLASH 1MB 2MB
Zunanji RAM Paralelni 16-bit, 64Mbit Paralelni 32-bit, 64Mbit
Zunanji FLASH QUADSPI, 128Mbit QUADSPI, 128Mbit
SD kartica Da Da
Velikost zaslona 4,3”, 480x272 4”, 800x480
Povezava zaslona RGB DSI







Tabela 2.1: Osnovni podatki razvojnih plosˇcˇ.
V tabeli 2.1 so opisane glavne lastnosti obeh plosˇcˇ, pomembne za razvoj upo-
rabniˇskega vmesnika. Poleg nasˇtetih plosˇcˇi omogocˇata tudi USB OTG (ang. On
The Go), dostop do interneta ter vhode in izhode za digitalni in analogni zvok.
2.3 Mikrokrmilnik
Mikrokrmilnika STM32F746 in STM32F769 prihajata iz iste druzˇine STMicro-
electronics mikrokontrolerjev s procesorjem Cortex-M7. STM32F769 je nadgra-
dnja in omogocˇa povezavo viˇsje locˇljivostnih zaslonov preko vmesnika DSI (Di-
splay Serial Inter-face). Glavni namen in prednost vmesnika DSI je mozˇnost
uporabe visokolocˇljivostnih zaslonov z uporabo med eno in sˇtirimi diferencial-
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nimi podatkovnimi linijami ter ene za uro, kar je bistveno manj kot v primerjavi
z vodilom RGB, kjer v najslabsˇem primeru potrebujemo 28 povezav.
Kot glavno slabost DSI lahko omenimo viˇsjo uro vodila ter vecˇje strosˇke ra-
zvoja, saj je potrebno izdelati tiskanine viˇsje kvalitete in vecˇjih slojev. Vsak z
vodilom DSI zdruzˇljiv zaslon potrebuje tudi dodatno integrirano vezje, ki pretvori
signal v koncˇno sliko, kar pri vodilu RGB ni potrebno.
2.4 Krmiljenje zaslona
Zaslona krmilimo glede na izbrano razvojno plosˇcˇo na dva nacˇina. Uporabljena
sta vzporedni (RGB) in zaporedni (DSI) nacˇin krmiljenja zaslona.
2.4.1 Vzporedno krmiljenje RGB
Vzporedno krmiljenje je uporabljeno pri razvojni plosˇcˇi STM32F7 Discovery. Pri
taksˇnem krmiljenju imamo za vsak bit ene tocˇke po eno podatkovno povezavo.
Ker je najvecˇja mozˇna globina tocˇke 24 bitov (rdecˇa, modra, zelena), to pred-
stavlja 24 povezav podatkovnih linij. Poleg podatkovnih linij imamo tudi sˇtiri
kontrolne povezave za vodoravno in navpicˇno sinhronizacijo, vklop risanja po za-
slonu in uro. Kadar je risanje omogocˇeno, je ob vsaki sprednji fronti ure veljaven
podatek za barvo tocˇke na podatkovnih linijah [1].
Oznaka Anglesˇko Slovensko
CLK Input clock Vhodna ura
HSYNC Horizontal synchronization Vodoravna sinhronizacija
VSYNC Vertical synchronization Navpicˇna sinhronizacija
DE Data enable Omogocˇi podatke
R[7:0] Red color Rdecˇa barva
G[7:0] Green color Zelena barva
B[7:0] Blue color Modra barva
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Oznaka Anglesˇko Slovensko
Tabela 2.2: Seznam povezav za vzporedno krmiljenje za-
slona [1].
Ker je krmiljenje podatkov vzporedno, lahko krmilimo velike zaslone z re-
lativno nizko frekvenco ure. Pri zaslonu velikosti 480 x 272 tocˇk in 30 slik na
sekundo lahko minimalno frekvenco izracˇunamo po spodnji enacˇbi 2.1, ki ne vse-
buje potrebnih cˇasov navpicˇne in vodoravne sinhronizacije.
f = 480px× 272px× 30/s = 3.9MHz (2.1)
Sinhronizacija med zasloni je razlicˇna, zato je pred uporabo potrebno podatke
o tem poiskati v podatkovnem listu. Ta navaja sˇtiri dodatne podatke – horizon-
talne in vertikalne, sprednje in zadnje mrtve tocˇke zaslona. Mrtve tocˇke zaslona
so tiste, pri katerih je signal DE na nizkem logicˇnem nivoju. Koncˇno enacˇbo
potrebne frekvence povzema enacˇba 2.2.
f = (W+HFP+HBP+HSY NC)×(H+V FP+V BP+V SY NC)×FPS (2.2)
Pri tem so vse vrednosti (razen FPS ) v enotah slikovnih tocˇk:
• W predstavlja sˇirino zaslona,
• HFP so vodoravne sprednje mrtve tocˇke (ang. horizontal front porch),
• HBP so vodoravne zadnje mrtve tocˇke (ang. horizontal back porch),
• HSYNC je vodoravna sinhronizacija (ang. horizontal synchronization),
• H predstavlja viˇsino,
• VFP so navpicˇne sprednje mrtve tocˇke (ang. vertical front porch),
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• VBP so navpicˇne zadnje mrtve tocˇke (ang. vertical back porch),
• VSYNC je navpicˇna sinhronizacija (ang. vertical synchronization),




























Slika 2.2: Krmiljenje zaslona z uporabo RGB vmesnika. Rdecˇa barva predstavlja
signal HSYNC, zelena pa VSYNC.
RGB krmiljenje uporabimo takrat, kadar LCD nima graficˇnega pomnilnika,
ampak se slika direktno riˇse na zaslon. V primeru, da mikrokrmilnik ne posˇilja
podatkov, se slika na zaslonu izbriˇse.
2.4.2 Zaporedno krmiljenje DSI
Ker ima razvojna plosˇcˇa STM32F769 Discovery zaslon vecˇje locˇljivost, je upora-
bljeno krmiljenje z uporabo vmesnika DSI (Display Serial Interface), ki je bilo
narejeno za krmiljenje zaslonov na telefonu, saj zmanjˇsa kompleksnost povezova-
nja do le sˇest komunikacijskih povezav, vendar pa zato povecˇa prenos podatkov na
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vmesniku. Pomembna prednost vmesnika DSI je, da omogocˇa posˇiljanje komand
in podatkov v istem cˇasu [2].
Cˇe hocˇemo uporabiti vmesnik DSI, moramo zagotoviti zaslon, ki vsebuje DSI
pretvornik in graficˇen RAM, v katerega zaslon interno shranjuje trenutno sliko.
Cˇe mikrokrmilnik ne posˇilja nove slike, je trenutna slika sˇe vedno vidna na zaslonu.
Oznaka Anglesˇko Slovensko
CLK P Positive clock signal Vhodna ura
CLK N Negative clock signal Vhodna ura
DATA P[3:0] Data positive signal Podatkovni pozitivni signal
DATA N[3:0] Data negative signal Podatkovni negativni signal
Tabela 2.3: Seznam povezav za zaporedno krmiljenje za-
slona [2].
Tabela 2.3 prikazuje povezave, potrebne za vmesnik DSI. Obvezna sta signal
ure in vsaj ena podatkovna parica signala. Glede na sˇtevilo podatkovnih linij
se dolocˇi minimalen prenos podatkov, ki je potreben za prikaz celotne slike v
dolocˇenem cˇasu. Po specifikacijah vmesnika DSI je najvecˇji prenos na eni podat-
kovni parici do 500 Mbit. STM32F769 podpirata do dve podatkovni parici, kar
nam omogocˇa prenos do 1 Gbit. V tabeli 2.4 lahko vidimo maksimalno efektivno
uro podatkovnih tocˇk na zaslon pri razlicˇni barvni globini.
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Barvna globina tocˇke 1 podatkovna linija 2 podatkovni liniji
RGB888 (24bit) 20.83MHz 41,66MHz
RGB565 (16bit) 31.25MHz 62,5MHz
Tabela 2.4: Maksimalna efektivna ura slikovnih tocˇk pri
razlicˇni barvni globini slikovne tocˇke in sˇtevilu podatkov-
nih linij.
Zaslon je na razvojni plosˇcˇi STM32F769 Discovery z dvema podatkovnima
linijama, kar omogocˇa efektivno frekvenco tocˇk na zaslonu do 62,5 MHz.
2.5 Zunanji pomnilnik
Mikrokontroler nima dovolj internega pomnilnika za shranitev vseh podatkov,
zato je potrebno uporabiti zunanje resˇitve. Na razvojni plosˇcˇi tako najdemo zu-
nanji RAM, povezan preko vzporednega vodila in FLASH, povezan preko QUAD
SPI vodila.
2.5.1 Pomnilnik RAM
RAM pomnilnik je uporabljen za dve sliki na zaslonu (ang. frame buffer). Prva je
trenutno vidna, druga pa je v ozadju in sluzˇi posodabljanju zaslona. Cˇe bi imeli
le eno sliko in bi jo prikazovali med pripravo (pisanje po istem delu pomnilnika,
ki je trenutno aktiven za prikaz), bi zaznali njeno utripanje (ang. flickering). Z
nacˇinom dveh pomnilnikov se te tezˇave znebimo.
Velikost pomnilnika, ki ga zasedeta dve sliki, je odvisna od sˇirine in viˇsine
zaslona ter sˇtevila bajtov za posamezno slikovno tocˇko. Med razvojem sem upo-
rabljal dve vrsti nastavitev glede na izbrano razvojno plosˇcˇo.
16 Strojna oprema
Parameter STM32F7-D STM32F769-D
Sˇirina zaslona 480 800
Viˇsina zaslona 272 480
Bajtov na slikovno tocˇko 4 2
Potrebna velikost pomnilnika 1 MB 1,5 MB
Tabela 2.5: Osnovni podatki razvojnih plosˇcˇ.
STM32F7 druzˇina mikrokontrolerjev vsebuje posebno periferijo FMC (Flexi-
ble Memory Controller) za zunanje pomnilnike vecˇ vrst. Omogocˇa pomnilnike
tipa SDRAM, SRAM, NOR FLASH in NAND FLASH. Zunanji pomnilnik je
sinhronodinamicˇni RAM (ang. Synchronous dynamic random access memory) in
je povezan s tremi vrstami povezav. Med njimi najdemo podatkovne, naslovne
ter kontrolne linije.
Kadar za zunanji pomnilnik uporabimo FMC periferijo, ta del naslovnega
prostora preusmeri na zunanji pomnilnik, kar nam omogocˇa, da pomnilnik upo-
rabljamo s staliˇscˇa programiranja kot navaden notranji RAM (brez potrebnih
funkcij za branje in pisanje), le da moramo poznati lokacijo, na kateri se v na-
slovnem prostoru nahaja. FMC periferija omogocˇa povezavo SDRAM pomnilnika
glede na sˇtevilo podatkovnih linij: 8-, 16- ali 32-bitno. Glede na nacˇin povezave se
cˇasi dostopa do pomnilnika razlikujejo glede na zˇeleno velikost branja in pisanja
(1 bajt, 2 bajta, 4 bajti).
STM32F7 Discovery ima SDRAM, povezan v podatkovnem nacˇinu 16 bitov,
kar efektivno zmanjˇsa velikost pomnilnika na polovico glede na 32-bitni nacˇin. Pri
razvojni plosˇcˇi STM32F769 Discovery je pomnilnik povezan na najhitrejˇsi mozˇen
nacˇin (32 bitov), kar je nujno potrebno za uporabo pri veliki locˇljivosti zaslona.
Obe plosˇcˇi delujeta pri 200 MHz, vendar pa FMC periferija dela s polovicˇno hitro-
stjo, kar pomeni, da je cˇas, potreben za zapis vrednosti na zunanji RAM, dvakrat
daljˇsi kot cˇas, potreben za pisanje na notranji RAM. Kot primer lahko navedemo
RAM pomnilnik na podatkovnem vodilu 16-bitov, pisati pa hocˇemo podatek v
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velikosti 4 bajte. Cˇas, ki bi ga potrebovali za zapis, je v najboljˇsem primeru enak
sˇtirim urinim ciklom, medtem ko bi bil pri 32-bitnem podatkovnem vodilu le dva
urina cikla procesorja. Kadar se odlocˇamo za nacˇin povezave, je potrebno preve-
riti, kaksˇen podatkovni prenos pricˇakujemo, saj v nasprotnem primeru RAM ne
bi bil dovolj zmogljiv in bi na zaslonu videli utripanje, saj mikrokontroler ne bi
uspel dovolj hitro osvezˇevati zaslona.
2.5.2 Pomnilnik FLASH
Pri delu z graficˇnimi aplikacijami imamo opravka tudi z razlicˇnimi slikami, ki
lahko hitro zasedejo celoten notranji FLASH pomnilnik. V ta namen se upo-
rabljajo zunanji FLASH pomnilniki, ki shranjujejo staticˇne slike grafike. Na
razvojni plosˇcˇi lahko najdemo zunanji FLASH, velikosti 128 Mbit, ki je povezan
preko vmesnika QUADSPI (Quad Serial Peripheral Interface). Njegova prednost
je, da vsebuje le sˇest povezav in kljub temu omogocˇa visoke hitrosti prenosov do
108 MB/s. Podobno kot pri FMC, tudi tukaj dostopamo do pomnilnika preko na-
videznega naslovnega prostora, ki preusmeri dostop na zunanji pomnilnik preko
QUADSPI periferije. Tabela 2.6 prikazuje pomembne signale pri QUADSPI vme-
sniku.
Oznaka Anglesˇko Slovensko
CS Chip select Signal za omogocˇitev naprave
CLK Clock input Ura za sinhronizacijo
DATA[3:0] Bidirectional data signal Podatkovni signal
Tabela 2.6: Seznam povezav pri vmesniku QUADSPI.
Zunanji FLASH pomnilnik lahko uporabimo tudi za programsko kodo, ki jo
procesor samodejno prebere in izvede insˇtrukcije. V taksˇnem primeru je potrebno
omogocˇiti predpomnilnik (ang. cache) v procesorju, ki ponovljive insˇtrukcije
shrani, saj bi bila drugacˇe efektivna hitrost precej nizˇja, kot jo zaradi pocˇasnega
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dostopa do zunanjega pomnilnika (glede na notranji FLASH pomnilnik) ponuja
mikrokrmilnik.
2.6 Zaznavanje dotikov na zaslonu
Oba zaslona na razvojnih plosˇcˇah zˇe vsebujeta integriran krmilnik za branje do-
tikov. Sta kapacitivna in omogocˇata branje do pet dotikov hkrati. Povezava do
mikrokrmilnika poteka preko I2C (Inter-Integrated Circuit) vmesnika in izhoda
za prekinitev, s katerim lahko programsko zaznamo spremembo dotikov na za-
slonu in preberemo tocˇne koordinate X in Y osi. Tabela 2.7 prikazuje uporabljene
povezave pri vmesniku I2C in povezavo za prekinitev, ki obvesti mikrokrmilnik,
da je bil zaznan pritisk ali spust na zaslonu.
Oznaka Anglesˇko Slovensko
SCL Serial clock Serijska ura vmesnika




Prekinitveni vhod v mikrokrmilnik
Tabela 2.7: Seznam povezav za zaznavanje dotikov na
zaslonu.
2.7 Graficˇni pospesˇevalnik
Graficˇni pospesˇevalnik Chrom-ARTTM(v nadaljevanju DMA2D) je periferija zno-
traj ST mikrokrmilnika. Njegova naloga je prenos grafike med razlicˇnimi pomnil-
niki z uporabo posebnega DMA (ang. Direct Memory Access) krmilnika.
Prednosti DMA2D periferije so:
• graficˇno orientiran dostop do pomnilnika,
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• omogocˇa pretvorbo oblike slikovne pike (ang. pixel format conversion) med
razlicˇnimi formati (ARGB888, RGB888, RGB565, itd) v enem urinem ciklu,
• dela vzporedno z procesorjem, s cˇimer temu omogocˇa drugo delo.
DMA2D pospesˇevalnik [10] je enostaven, vendar zelo uporaben. Z njim lahko
riˇsemo osnovne cˇrte (vertikalna, horizontalna) in zapolnjene pravokotnike z upo-
rabo ene barve. Pomembna uporabnost periferije je kopiranje dela pomnilnika
znotraj naslovnega prostora s pretvorbo slikovnih pik, kar omogocˇa enostavno
risanje slike formata ARGB8888 na zaslon formata RGB565, saj za pretvorbo
poskrbi periferija med kopiranjem v enem urinem ciklu.
DMA2D pospesˇevalnik omogocˇa tudi mesˇanje (ang. blending) dveh pomnil-
nikov (dveh slik) skupaj v eno koncˇno sliko, tako da dobimo obcˇutek prosojnosti
med njima. Kadar sta sliki razlicˇnih formatov, lahko pospesˇevalniku dolocˇimo,















Slika 2.3: Prikaz narisanega pravokotnika (modra) na zaslonu.
Slika 2.3 prikazuje zaslon in na njem narisan pravokotnik modre barve z upo-
rabo DMA2D pospesˇevalnika. Pospesˇevalniku moramo pred zacˇetkom risanja
slike v pomnilnik sporocˇiti zacˇetno tocˇko risanja, sˇirino pravokotnika, sˇtevilo mr-
tvih tocˇk med dvema vodoravnima cˇrtama in sˇtevilo cˇrt (vrstic), ki jih mora
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narisati.
Zacˇetno tocˇko lahko dolocˇimo po enacˇbi 2.3.
StartAddress = y ∗ LCD W + x = 40 ∗ 480 + 35 = 19235 (2.3)
StartAddress predstavlja zacˇetni naslov zgornje leve koordinate pravokotnika. V
nasˇem primeru je to x,y = 35,40.
Znani sta sˇirina (420 px) in viˇsina (192 px) pravokotnika, ki je enaka sˇtevilu
vrstic, ki jih mora pospesˇevalnik narisati. Da bi bil pospesˇevalnik kar najbolj efek-
tiven, mu moramo sporocˇiti tudi, koliko tocˇk naj spusti (preskocˇi) med koncem
ene vrstice v pomnilniku ter zacˇetkom naslednje. Sˇtevilo tocˇk lahko enostavno
dolocˇimo po enacˇbi 2.4, ki predstavlja razliko med sˇirino zaslona ter sˇirino pra-
vokotnika.
Offset = LCD W − sirina pravokotnika = 480− 420 = 60 (2.4)
Tako imamo znane vse pomembne podatke. Dolocˇimo sˇe barvo, ki naj jo
pospesˇevalnik uporabi za slikovne tocˇke in ga zazˇenemo.
3 Razvoj programske opreme
Po izbrani razvojni plosˇcˇi se je bilo potrebno posvetiti razvoju programske
opreme. Zastaviti je potrebno arhitekturo delovanja in se predvsem osredotocˇiti
na nacˇin risanja graficˇnih elementov ter njihovo organizacijo v pomnilniku. To
nam kasneje omogocˇa nedvoumno identifikacijo vticˇnika za risanje in zaznavo










Slika 3.1: Blokovna shema programskega dela graficˇne knjizˇnice.
Na sliki 3.1 je prikazana blokovna shema programske opreme, ki zdruzˇuje
pomembne elemente.
• Risanje graficˇnih elementov omogocˇa, da se elementi v pomnilniku tudi




seznam (ang. dropdown), urejevalnik besedila (ang. edit text), LED indikator,
prikazovalnik besedila (ang. text view), vticˇnik za prikaz slike (ang. image view),
omogocˇeno je risanje grafov po meri (ang. graph widget) in ustvarjanje novih
oken (ang. window).
3.2.1 Organizacija vticˇnikov v pomnilniku
Vticˇniki so graficˇni elementi, ki so lahko prikazani na zaslonu. Med seboj so
povezani z dvojnim povezanim seznamom (ang. doubly linked list) tako, da ima







































Slika 3.3: Struktura vticˇnikov v pomnilniku. Seznam se zacˇne z osnovnim obve-
znim oknom (namizje), ki je nadrejen ostalim.
Na sliki 3.3 so prikazane povezave vticˇnikov v pomnilniku. Poleg povezanega
seznama ima vsak vticˇnik tudi povezavo do svojega nadrejenega (ang. parent)
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narisan na zaslonu. Taksˇen efekt je prikazan na sliki 3.4, kjer sta gumba 3 in 4
narisana najbolj na vrhu, saj sta v hierarhiji vticˇnikov najnizˇje.
3.3 Risanje vticˇnikov
Risanje grafike na zaslon poteka po enakem zaporedju, kot so vsi vticˇniki v po-
mnilniku, prikazani na sliki 3.3. Zacˇne se od najviˇsjega vticˇnika, proti najnizˇjemu.
Glede na strukturo na sliki 3.3 poteka risanje v zaporedju zacˇensˇi z namizjem, ki
mu sledita Gumb 1 in Gumb 2, ter Okno 1 z dodatnima dvema gumboma Gumb



















Slika 3.5: Osnovni algoritem za risanje vticˇnikov.
Slika 3.5 prikazuje algoritem risanja vticˇnikov na zaslon. Vsak vticˇnik, ki je
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narisan na zaslonu, vsebuje informacijo ali je trenuten prikaz veljaven ali potre-
buje posodobitev. Zastavica za posodobitev se postavi npr. v primeru, ko hocˇemo
spremeniti besedilo na gumbu.
Cˇe moramo vticˇnik posodobiti, ga najprej ponovno nariˇsemo na zaslon. Kadar
ima glavni sˇe podrejene vticˇnike, moramo vsakega posebej narisati na drugega,
trenutnega. Vsak podrejeni vticˇnik ima relativne koordinate glede na nadreje-
nega. Cˇe je podrejeni vticˇnik v kakrsˇnem koli primeru zunaj nadrejenega, je na
zaslonu narisan le delno.
Glede na zaporedje vticˇnikov na povezanem seznamu v pomnilniku lahko vi-
dimo, kako se vticˇniki med seboj prekrivajo. Vticˇnik, ki je na skrajnem zacˇetku
povezanega seznama na dolocˇenem nivoju, ima najnizˇjo prioriteto in je tako na-
risan pod vsemi. Primer je prikazan na sliki 3.4, ki ima pripadajocˇo strukturo na
sliki 3.3. Na sliki je mogocˇe videti, da je vticˇnik Gumb 1 narisan pod vticˇnikom
Gumb 2, saj je na seznamu pred njim.
Knjizˇnica omogocˇa risanje vticˇnikov z delno vidljivostjo (ang. transparency).
Slika 3.6 prikazuje risanje vticˇnika, kadar ima ta omogocˇeno vidljivost manjˇso od
100 %. V taksˇnem primeru je potrebno vticˇnik in vse njegove podrejene narisati
na locˇen pomnilnik (narisani so kot vticˇniki s polno vidljivostjo) in jih kasneje
zdruzˇiti skupaj na glavni zaslon z uporabo tehnike mesˇanja (ang. blending).
V tabeli 3.2 je prikazan postopek risanja vticˇnikov, glede na koncˇen prikaz na
sliki 3.10.
Korak Nivo Operacija
1 0 Nariˇsi osnovno okno (namizje).
2 1 Nariˇsi vticˇnik Gumb 1.
3 1 Nariˇsi vticˇnik Gumb 2.
4 1
Rezerviraj zacˇasni pomnilnik za risanje vticˇnika Okno 1
in ga nastavi kot aktivnega za risanje grafike.
5 1 Nariˇsi vticˇnik Okno 1.
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6 2 Nariˇsi vticˇnik Gumb 3.
7 2
Rezerviraj zacˇasni pomnilnik za risanje vticˇnika Gumb 4
in ga nastavi kot aktivnega za risanje grafike.
8 2 Nariˇsi vticˇnik Gumb 4.
9 2
S pomocˇjo tehnike mesˇanja zdruzˇi trenuten (Gumb 4 )
pomnilnik s prejˇsnjim aktivnim.
10 1
S pomocˇjo tehnike mesˇanja zdruzˇi trenuten (Okno 1 )
pomnilnik s prejˇsnjim aktivnim.
Tabela 3.2: Prikaz postopka risanja grafike glede na sliko
3.10.
Tehnika mesˇanja pri risanju zdruzˇi dva pomnilnika skupaj, vsako slikovno
tocˇko posebej, po spodnji enacˇbi 3.1,
color = alpha ∗ front layer + (1− alpha) ∗ back layer (3.1)
pri cˇemer:
• color predstavlja koncˇno barvo slikovne tocˇke,
• alpha predstavlja prosojnost sprednjega pomnilnika, med 0 in 1,
• front layer predstavlja barvo slikovne tocˇke sprednjega pomnilnika in
• back layer predstavlja barvo slikovne tocˇke zadnje pomnilnika.
Cˇe enacˇbo razsˇirimo po barvnih komponentah, dobimo sˇtiri enacˇbe za vse
komponente ARGB.
colorA = alpha ∗ front layerA + (1− alpha) ∗ back layerA (3.2)
























pomnilnik za risanje 















Slika 3.6: Algoritem za risanje prosojnega vticˇnika.
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colorR = alpha ∗ front layerR + (1− alpha) ∗ back layerR (3.3)
colorG = alpha ∗ front layerG + (1− alpha) ∗ back layerG (3.4)
colorB = alpha ∗ front layerB + (1− alpha) ∗ back layerB (3.5)
Da bi bilo risanje cˇim hitreje, je potrebno poskrbeti za algoritem, ki pripravi
tocˇke zaslona, ki jih je potrebno ponovno narisati. Cˇe bi spremenili besedilo
vticˇnika Gumb 3, bi ga morali ponovno narisati. Ker ga prekriva vticˇnik Gumb
4, bo ponovno risanje prvega gumba zahtevalo tudi ponovno risanje gumba, ki
ga prekriva. V izogib nepotrebnim dodatnim risanjem je bil dodan algoritem, ki
oznacˇi del zaslona, ki ga je potrebno narisati ponovno, v tem primeru velikost
vticˇnika Gumb 3. Algoritem oznacˇi tudi vse vticˇnike, ki so za trenutnim na
povezanem seznamu, kot neveljavne. Ob posodabljanju zaslona bo algoritem
risanja zaznal, da je vticˇnik Gumb 4 znotraj neveljavnega podrocˇja le delno, zato
bo ta tudi narisan le delno.
3.4 Zaznavanje dotikov zaslona
Ker je interakcija uporabnika z napravo pomembna, je bila pred zacˇetkom razvoja
dodana zahteva, da mora knjizˇnica podpirati zaznavanje dotikov na zaslonu. To je
odvisno od zaslona in pripadajocˇega krmilnika, ki skrbi, da preberemo koordinate,
na katerih se je pojavil dotik. Uporabnik mora sam razviti gonilnik za pripadajocˇi
krmilnik zaznave dotikov, ki je na zaslonu. Vsak dotik (in spust) je potrebno
poslati upravitelju dogodkov znotraj graficˇne knjizˇnice, ki obdela seznam dotikov
in ugotovi, kaksˇen je bil uporabnikov namen.
3.5 Upravitelj dogodkov
Upravitelj dogodkov (ang. Event Controller) je del graficˇne knjizˇnice, ki upravlja
z dotiki na zaslonu in vnosom znakov prek tipkovnice.
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3.5.1 Upravitelj dotikov na zaslonu
Iz informacij o cˇasu pritiska na zaslon (in spusta dotika) ter sˇtevila dotikov hkrati
(ang. multitouch) lahko upravitelj dogodkov dolocˇi naslednje osnovne dogodke:
• zacˇetek pritiska na zaslon (ang. touch start), kadar pritisnemo na zaslon,
• premik po zaslonu (ang. touch move), kadar se premikamo po zaslonu,
• spust z zaslona (ang. touch end), kadar sprostimo zaslon.
S pomocˇjo osnovnih dogodkov, lahko upravitelj dolocˇi tudi bolj napredne do-
godke:
• klik (ang. click), kadar zazna pritisk in spust znotraj dolocˇenega cˇasa (pri-
vzeto 1 s),
• dvojni klik (ang. double click), kadar sta zaznana dva klika na istem mestu
v razmaku manjˇsem od dolocˇenega cˇasa (privzeto 300 ms),
• dolg pritisk (ang. long click), kadar drzˇimo pritisk na zaslonu pri miru za
dolocˇen cˇas (privzeto 2 s).
Vsi cˇasi so spremenljivi glede na potrebe koncˇne aplikacije.
Ob vsakem izmed zgornjih sˇestih dogodkov se zacˇne zaznavanje vticˇnika, ki
je trenutno prikazan na mestu dotika na zaslonu. Ker imamo virtualno Z os na
zaslonu (vticˇnik pred vticˇnikom), moramo dolocˇiti, kateri vticˇnik je za dotik naj-
pomembnejˇsi. Slika 3.3 prikazuje vticˇnike, organizirane v pomnilniku. Na sliki
3.4 so prikazani vticˇniki, ki so narisani na zaslonu glede na organizacijo v po-
mnilniku. Ob pritisku na zaslon moramo zaznati vticˇnik, ki je bil pritisnjen. To
storimo tako, da zacˇnemo preverjati vticˇnike v obratnem vrstnem redu kot so na-
vedeni v povezanem seznamu, to je od zadnjega proti prvemu, od najnizˇjega proti
najviˇsjemu. Glede na obravnavani primer je razvidno, da bo najprej preverjeno,
ali je bil pritisnjen gumb 4.
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3.5.2 Upravitelj tipkovnice
Upravitelj navidezne tipkovnice skrbi za pravilno prepoznavo vhodnih znakov.
Tipkovnice so razlicˇne – virtualna tipkovnica na zaslonu, USB tipkovnica ali pa
prenos podatkov prek univerzalnega asinhronega vodila (ang. Universal Asyn-
chronous Receiver Transmitter). Glavna naloga upravitelja je, da iz vhodnih
podatkov o pritisnjeni in spusˇcˇeni tipki dolocˇi, ali je bila tipka pritisnjena, ali je
bila pritiskana dolgo (vecˇkrat ponovi isti znak), ali pa je bila pritisnjena tipka za
izbris besedila (ang. delete). Upravitelj prejete znake posˇilja trenutno aktivnemu
vticˇniku, torej tistemu, ki je bil nazadnje pritisnjen z dotikom na zaslon. Pri
vticˇniku za urejanje besedila (ang. edit text) se znaki izpiˇsejo na zaslon.
3.6 Pripomocˇki
Pripomocˇki (ang. Utilities) so moduli znotraj knjizˇnice, ki pomagajo pri hitremu
razvoju in so uporabljeni na vecˇ mestih.
3.6.1 Upravitelj povezanega seznama
Vsi vticˇniki so med seboj povezani v dvojni, med seboj povezan sistem (ang.
doubly linked list), zato je upravitelj seznama pomemben del knjizˇnice. Upravitelj
skrbi za pravilno urejanje vticˇnikov na seznamu, za urejanje premikov med njimi,
za spremembo pogleda na Z osi ter omogocˇa zaznavanje vticˇnikov v obratni smeri,
ko hocˇemo identificirati tistega, ki je bil pritisnjen prek zaslona.
3.6.2 Kodiranje znakov v nizih
Kadar je v uporabi vecˇ jezikov, hitro pridemo do tezˇave, ker je obseg ASCII tabele
premajhen za vse znake. ASCII vidni znaki zasedejo le en bajt, med vrednostmi
32 (presledek) in 126 (tilda). Med temi vrednostmi najdemo male in velike cˇrke,
osnovne znake (pika, vejica, klicaj, vprasˇaj itd.) ter deset sˇtevilk.
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Hitro pridemo do tezˇave, saj vsi znaki niso podprti v ASCII tabeli. Resˇitev
je, da znake zakodiramo v zaporedje bajtov razlicˇnih dolzˇin. V knjizˇnici je upora-
bljeno kodiranje UTF-8, katerega posebnost je, da ASCII znaki sˇe vedno zasedejo
en bajt pomnilnika, ostali znaki pa med dvema in sˇtirimi bajti, odvisno od kode
znaka.
Sˇt. bajtov Sˇt. bitov Bajt 1 Bajt 2 Bajt 3 Bajt 4
1 7 0xxxxxxx - - -
2 11 110xxxxx 10xxxxxx - -
3 16 1110xxxx 10xxxxxx 10xxxxxx -
4 21 11110xxx 10xxxxxx 10xxxxxx 10xxxxxx
Tabela 3.3: Prikaz UTF-8 kodiranja na nivoju pomnil-
nika. [3]
V tabeli 3.3 je prikazana razporeditev v pomnilniku za posamezen znak. Prvi
bajt nam pove, koliko bajtov je potrebnih v sekvenci med 1 in 4, vsi ostali bajti pa
imajo zgornja dva bita 10b. Znaki x predstavljajo binarno kodo znaka. Zaporedni
znak 1000016 vsebuje 17 bitov, za kar potrebujemo 4 bajte spomina. Glede na
zadnjo vrstico tabele 3.3 lahko dolocˇimo kodo. Koda je 11110000 − 10010000 −
10000000− 10000000.
Zgornje kodiranje ima prednost, ker vedno uporabi le toliko pomnilnika, kot ga
nujno potrebuje za shranitev znaka. Pomembna slabost pa je, da moramo vedno
rezervirati 4-krat vecˇ pomnilnika, saj ne vemo vedno v naprej, koliko bajtov lahko
pricˇakujemo za posamezen znak.
3.6.3 Urejevalnik dinamicˇnega pomnilnika
Programski jezik C vsebuje dve pomembni funkciji za urejanje dinamicˇnega po-
mnilnika, malloc in free. Prva pomnilnik rezervira, druga pa ga sprosti. Funkciji
sta uporabni, vendar imata nekaj slabih lastnosti, kar me je vzpodbudilo k pisanju
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lastnega modula:
• nederministicˇnost, saj rezervacija pomnilnika ne traja vedno enako dolgo,
• funkciji zasedeta veliko pomnilnika,
• funkcij ne moremo varno uporabiti v operacijskem sistemu,
• vsak prevajalnik nima vgrajenih teh funkcij.
Naloga urejevalnika pomnilnika je, da rezervira pomnilnik na zahtevo, in ga
tako tudi sprosti. Rezervacija spomina poteka po nacˇelu prvo primerno polje
















Slika 3.11: Prikaz strukture dinamicˇnega pomnilnika.
Na sliki 3.11 je povezan seznam praznih blokov. V zacˇetku je celoten po-
mnilnik en velik blok in ne vsebuje naslednjega prostega bloka. Kadar hocˇemo
rezervirati nov del pomnilnika, najprej preverimo, ali je trenuten blok dovolj ve-
lik. Cˇe je, se iskanje ustavi, v nasprotnem primeru pa se nadaljuje, dokler ne
najdemo bloka, ki je dovolj velik za zˇeleno sˇtevilo bajtov. Cˇe prostega bloka ne
najdemo, uporabnika na to opozorimo, ker funkcija vrne vrednost 0.
Po tem, ko uspesˇno najdemo prazen blok, ga oznacˇimo kot uporabljenega in
odstranimo iz povezanega seznama. Cˇe je blok vecˇji od zˇelenega sˇtevila bajtov
pomnilnika, ga razdelimo na dva dela in tako dobimo nov, manjˇsi prosti blok, ki
ga dodamo v povezani seznam.
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Kadar hocˇemo blok sprostiti, ga oznacˇimo kot prostega in ponovno dodamo
v povezan seznam. Pri tem je pomembno, da preverimo, ali sta prazna bloka
v seznamu navedena drug za drugim, saj bi sicer taksˇno pocˇetje v vecˇ iteraci-
jah rezervacij in sprostitev celoten pomnilnik razdelilo na veliko manjˇsih praznih
blokov. V taksˇni situaciji lahko zdruzˇimo oba bloka v enega vecˇjega.
3.6.4 Vmesnik operacijskega sistema
Vmesnik operacijskega sistema je most med knjizˇnico in ukazi operacijskega sis-
tema. Uporabljen je z namenom, da lahko uporabimo knjizˇnico s katerim koli
RTOS sistemom. Da bi zagotovili popolno delovanje GUI knjizˇnice z RTOS sis-
temom, mora uporabnik zagotoviti sˇtiri razlicˇne skupine funkcij, namenjene:
• semaforjem, vkljucˇujocˇ binarnim semaforjem,
• medsebojni izkljucˇenosti (ang. mutual exclusion ali mutex ),
• sporocˇilom (ang. message queue),
• urejanju razlicˇnim opravilom (ang. thread management).
V primeru, da se knjizˇnico poganja brez operacijskega sistema, implementacija
tega vmesnika za uporabnika ni potrebna.
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4 Zakljucˇek
V magistrskem delu je bil predstavljen razvoj programske opreme graficˇne
knjizˇnice za vgrajene sisteme.
Knjizˇnica se je izkazala za zelo uporabno in arhitekturno dobro zasnovano, kar
nam omogocˇa dobro izhodiˇscˇe za morebitne nadgradnje. Vmesnik je bil napisan
z uposˇtevanjem mikrokontrolerjev, ki vsebujejo graficˇno strojno opremo, kot sta
dva cˇipa, uporabljena na obeh testnih razvojnih plosˇcˇah.
Za uporabo vmesnika v produkciji je potrebno sˇe dodelati delno risanje
vticˇnikov, kar nam kasneje omogocˇa uporabo gladkih animacij na zaslonu.
Graficˇni knjizˇnici manjka simulator za osebni racˇunalnik, na katerem bi lahko
sprogramiral API za vmesnik ter ga na koncu le pognal na vgrajenem sistemu.
Taksˇen razvoj je precej hitrejˇsi, saj so orodja na racˇunalniku precej hitrejˇsa in
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