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Abstrakt
Projekt Lissom se zabývá vývojem prostředí pro návrh aplikačně specifických procesorů či
SoC (System on Chip). Vyvíjí nástroje typu assembler, disassembler, simulátor, překladač
jazyka C apod. Celé prostředí je třeba průběžně testovat, proto také vznikla tato práce.
Práce se zabývá softwarovým testováním obecně, jeho rozdělením a popsáním několika
existujících systémů. Těmi se inspiruje, řeší návrh a implementaci testovacího systému pro
projekt Lissom. Systém je postaven na porovnávání výstupů nástrojů s jejich referenčními
protějšky. Pro kompletní funkčnost systému byly navíc naprogramovány nástroje pro ko-
munikaci se systémem Bugzilla a jednoduchý odesilatel e-mailů.
Abstract
Project Lissom is developing environment for design application specific processors or SoC
(System on Chip). Project developes tools like assembler, disassembler, simulator, C com-
piler etc. Environment testing is required and It’s main reason for this work.
The work is about software testing, types of testing and about existing testing systems.
The inspiration from existing systems is used for design and implementation Lissom testing
system. System is comparing tools outputs with reference files. The system needs Bugzilla
client end e-mail sender for complete functionality. These tools were also created.
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Kapitola 1
Úvod
Testování je dnes nedílnou součástí životního cyklu každého softwarového produktu. Toto
tvrzení se netýká pouze oboru informační technologie, nicméně platí pro každý reálný pro-
dukt z jakéhokoliv odvětví. Zanedbání testovací fáze u produktu mívá ve většině případů
katastrofální následky a vyplatí se do ní investovat. U programového díla se testování řadí
do fáze verifikace a validace, přičemž spadá pod dynamickou analýzu (sledování běhu pro-
gramu).
Výše uvedené zařazení fáze testování do životního cyklu produktu je tradiční a zažité.
Nicméně existují přístupy, které testování řadí na úplně jiné místo. Například vývoj řízený
testy (test-driven development), je provázen testováním už od samotného začátku. Pomocí
testování se zde implementují výpočty, algoritmy apod. Je tedy pochopitelné, že se při vývoji
větších projektů obětuje testování nemalé množství prostředků. Důvod je jednoduchý, jsme
tímto krokem schopni ušetřit několikrát více. Nicméně i u menších projektů by se testování
nemělo podceňovat, přispívá ke kvalitě produktu.
Tato práce obsahuje jak část teoretickou, kde najdeme základní informace ohledně tes-
tování, tak i část ryze praktickou, ve které se budu zabývat implementací testovacího sys-
tému pro projekt Lissom na Fakultě informačních technologiích Vysokého učení technického
v Brně. Práce navazuje na semestrální projekt.
1.1 Řazení kapitol
Kapitola č. 2 se zabývá testováním obecně, jeho nezbytností a důležitostí. Popisuji zde
hlavní motivaci proč testovat a definuji základní pojmy tohoto tématu. Uvádím zde různé
aspekty, dle kterých lze testování rozdělit a tato dělení dále vysvětluji. Na závěr kapitoly
zmiňuji některé nezbytné nástroje pro automatizované testování, což je částečnou inspirací
pro praktickou část a programování doprovodných nástrojů pro testovací systém.
V kapitole č. 3 popisuji existující testovací systémy, jakožto komplexní softwarové pro-
dukty. Hledám zde inspirující prvky pro vlastní systém a zhodnocuji jejich přednosti i ne-
dostatky. Závěrem kapitoly se snažím o zhodnocení situace na poli testovacích systémů
a zaujímám určité stanovisko pro vývoj vlastního testovacího systému.
Následující 4. kapitola, je určena pro návrh vlastního systému a jeho popis. Také zde
zdůvodňuji určitá rozhodnutí, která byla nutno učinit při samotném návrhu. Uvádím zde
příklady tvorby referenčních modelů, které bude systém testovat. V neposlední řadě, se
zde zabývám modularitou systému a snahou o odstínění konkrétních nástrojů (verzovací
nástroje, nástroje pro upozorňování, nástroje pro zanesení chyb do databáze . . . ).
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Předposlední kapitola č. 5 pojednává o implementačních detailech navrhnutého systému.
Popisuje jednotlivé fáze, kterými testovací systém prochází a důkladně tyto etapy vysvětluje.
Dodatečně se také zabývá doprovodnými nástroji, které bylo nutné pro testovací systém
vyvinout.
Závěrečná 6. kapitola patří celkovému shrnutí práce. Uvedu oblasti, do kterých práce
přinesla největší přínos, ale i oblasti, ve kterých se mohou objevit dílčí nedostatky. Budu
také konzultovat budoucí možná rozšíření při další spolupráci na projektu Lissom Fakulty
informačních technologiích Vysokého učení technického v Brně.
1.2 Cíl práce
Práce popisuje problematiku ohledně testování. Jejím hlavním cílem je získat dostatek infor-
mací pro tvorbu vlastního testovacího systému a ten následně navrhnout a implementovat.
Minoritním problémem bylo také se kompletně seznámit s vývojovým prostředím projektu
Lissom, jeho metodami pro řešení různých problémů a nastudování odlišností mezi různými
operačními systémy, na kterých projekt funguje.
Výstupem této práce by měl být testovací systém, který zohledňuje všechny aspekty
vývojového prostředí projektu Lissom, je schopen otestovat veškeré nástroje a pokrýt kom-
pletní spektrum možných chybových stavů. Systém bude nasazen na vytvořených virtuál-
ních strojích, které reprezentují různé operační systémy1. Nadstandardní funkcí je tvorba
instalačních balíků pro různé operační systémy.
1.3 Lissom
Výzkumná skupina Lissom[18] působí na Ústavu informačních systémů, který sídlí na Fa-
kultě informačních technologií Vysokého učení technického v Brně. Jejím cílem je vývoj
prostředí pro návrh aplikačně specifických procesorů či takzvaných SoC (System on Chip).
V projektu se používá vlastní jazyk ISAC[15], pomocí kterého lze popsat jádro procesoru.
Při správném popsání procesoru lze automaticky generovat nástroje pro vývoj aplikací.
Těmito nástroji se myslí zejména assembler, disassembler, simulátor a zanedlouho přibude
ještě překladač jazyka C. Na projektu Lissom spolupracuje rakouská firma, která procesory
navrhuje a následně realizuje.
1V současnosti Debian 5.04 (i386/amd64), Fedora 12 (x86/x86 64), CentOS 5.4 (x86/x86 64), Win-
dows XP (32-bit), Windows 7 (64-bit)
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Kapitola 2
Úvod do testování
V pořadí první kapitola, která se věnuje tématu testování vysvětluje, co tento pojem zna-
mená, jaké jsou hlavní důvody pro testování software i jak takové testování probíhá. První
část je věnována chybám obecně, vysvětluje jejich rozdělení i finanční dopady. V této ka-
pitole se objeví příklady katastrofálních chyb z praxe, které byly způsobeny nedostateč-
ným nebo špatným testováním. Dále přesně zařadím testování do životního cyklu software
a uvedu jak ovlivňuje jednotlivé vývojové metodologie. Stěžejní částí kapitoly je rozdělení
testování podle nejrůznějších aspektů a jejich popis. Závěrem zmiňuji nástroje, které jsou
pro automatizované testování užitečné, dalo by se říci i nezbytné.
2.1 Co je to chyba
Než se začnu zabývat samotným testováním, je nutné poznat, co testovat. Předmětem testo-
vání jsou samozřejmě chyby zanesené v programu. Takovéto chyby, nebo chcete-li negativní
elementy v programu nelze přesně definovat. Každý subjekt může mít odlišný názor na
to, co taková chyba je. Uživatel může považovat za chybu pokud nerozumí uživatelskému
rozhraní (ikdyž je podle specifikace správně), naopak z pohledu programátora to může být
chování v rozporu se specifikací. Tyto záležitosti by měly být ošetřeny ve smlouvě.
Každý tester musí mít exaktní představu jaké chyby hledá. Neměl by se spoléhat pouze
na onu specifikaci, ale zahrnout i představy klienta a vlastní tvořivost. Existují různé definice
chyby, některé zde uvedeme:
”
Chyba je cokoliv ohledně programu, co podle některého ze stakeholdrů1
zbytečně snižuje hodnotu programu.“ [4]
”
O softwarovou chybu se jedná, je-li splněna jedna nebo více z následujících
podmínek:
1. Software nedělá něco, co by podle specifikace dělat měl.
2. Software děla něco, co by podle specifikace produktu dělat neměl.
3. Software dělá něco, o čem se specifikace nezmiňuje.
4. Software nedělá něco, o čem se produktová specifikace nezmiňuje, ale měla by se
zmiňovat.
5. Software je obtížně srozumitelný, těžko se s ním pracuje, je pomalý nebo jej kon-
cový uživatel nebude považovat za správný.“ [23]
1Stakeholder je běžně používaný pojem v softwarovém inženýrství pro osobu, která ovlivňuje chod daných
záležitostí a má o tyto záležitosti zájem.
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2.1.1 Základní typy chyb
Nejčastější chybou bývá bezpochyby zanesení chybně napsaného kódu do programu, což
jsou takzvané
”
programátorské chyby“. Zde uvádím kompletní výčet druhů chyb dle [22]:
• Programátorské chyby
• Nedostatky v zadání
• Technologické nedostatky
• Ostatní
Programátorské chyby patří mezi nejfrekventovanější. Stávají se díky překlepům pro-
gramátora, někdy může hrát svou roli logická chyba v hlavě programátora anebo nedosta-
tečná znalost aktuálně používané technologie. Takovéto druhy chyb by měl test, popřípadě
člověk zabývající testováním produktu odhalit dříve, než se dílo dostane do ostrého pro-
vozu. Právě těchto druhů chyb si budeme v pozdějších částech práce všímat a snažit se je
objevovat.
Nedostatky v zadání jsou mnohem vážnějším druhem chyb. Reflektují určité pochybení
ve zpracování požadavků na výsledné dílo. Můžeme tak vyvinout perfektní aplikaci, která
má ale nulovou hodnotu, jelikož neřeší problém, který by zákazník chtěl. Tyto chyby se
připisují analytikům a lidem, co tvoří zadání projektu a komunikují se zákazníkem.
Technologické nedostatky se projevují nedostatečným výkonem či dokonce nespráv-
nou funkčností pod zátěží. Prevencí tohoto problému je testování aplikace od samotného
začátku.
Ostatní je kategorie, kam spadají chyby na pomezí výše uvedených. Vznikají v důsledku
špatné komunikace či nedostatečném sdělování podrobností o problému, kterému rozumí
pouze zákazník apod.
2.1.2 Ceny chyb
Existuje jednoduché pravidlo:
”
Čím dříve se chyba objeví, tím stojí méně!“. Nemusí se jed-
nat jen o ztráty finanční, což je pochopitelné z důvodu rozšířenosti softwarových produktů
na kritických místech (jaderné elektrárny, rychlovlaky, letadla . . . ). Pokud se chyba objeví
během vývoje, nejlépe při interním testování, nestojí téměř nic. Ovšem pokud takovouto
chybu objeví samotný uživatel, případně chyba zaviní nějakou tragédii je cena o mnoho
vyšší a nemusím tím utrpět pouze naše pověst programátora.
2.2 Základy testování
Testování je dle mnoha publikací ([22] či [16]) považováno za jednu z nejopomíjenějších,
nejnudnějších a nejdůležitějších etap vývojového cyklu software. Předchozí věta by se bez
uvedených superlativů neobešla. Skutečnost je taková, že testování bývá u menších pro-
jektů razantně podceňováno, ale většina velkých a úspěšných projektů mu obětovala nemalé
množství prostředků (i více jak 50 %, dle [22]).
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Jak přirozeně cítíme, testování je proces odhalování chyb. Definice softwarového testo-
vání zní následovně:
”
Softwarové testování je empirický technický výzkum kvality testovaného
produktu nebo služby, prováděný za účelem poskytnutí těchto informací stake-
holdrům.“ [32]
Podle [16] řadíme testování do fáze integrace a testování. Ve zmíněné publikaci také vy-
vracejí známý mýtus, kdy se udává, že testování je nejlepší způsob zajištění kvality produktu
(Quality Assurance). Procentuálně lépe jsou na tom metoda strukturovaného procházení,
Faganovské inspekce či metoda prototypování2. Toto bylo důležité uvést, jelikož se často
chápe testování jako jediná metoda zajištění kvality. Toto tvrzení nijak nezlehčuje úlohu
testování a postavení testerů v týmu, právě naopak. Správným testováním přispíváme ke
kvalitě produktu výraznou mírou. Je vhodné uvést, že existují metodologie (extrémní pro-
gramování, programování řízené testy . . . ), které staví testování do jiné pozice a používají
testy např. k
”
odhalování algoritmů“. Více se můžeme dozvědět v [3].
Vyvstává otázka, kdy začít testovat. Odpověď je jednoduchá, ihned. Již při dokončení
specifikace požadavků můžeme začít tvořit testy. Testování by tak v ideálním případě mělo
tvorbu software provázet od samotného začátku. Opačnou otázkou je, kdy skončit? Jelikož
je ve většině případů tvorba programu komerční záležitostí, záleží na celkovém rozpočtu
projektu, který přiděluje pro testování prostředky. Ideální stav je znázorněn na obrázku
2.1.
Obrázek 2.1: Efektivní hladina testování dle [23]
2Popis těchto metod není předmětem práce. Pro bližší informace poslouží uvedená literatura.
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2.3 Motivace pro testování
Hlavní motivací pro testování budiž zajištění odpovídající kvality produktu. Je pochopi-
telné, že pokud projekt dosáhne určité velikost, je zapotřebí testovat stále intenzivněji. Není
to jen z důvodu množství kódu v programu, ale i z důvodu zvětšujícího se počtu možných
vstupních a výstupních kombinací. Další motivací ať jsou uvedené příklady z naší historie,
které způsobilo nedostatečné nebo špatné testování a jsou uvedeny v [4].
25. února 1991 – Saudská Arábie (Dhahran) – Obranný raketový systém Patriot
Špatná detekce nepřátelské rakety, která usmrtila několik desítek vojáků. Šlo o chybu v sys-
témových hodinách, které se časem posunovaly a po určité době již vykazovaly pro takto
kritickou aplikaci špatný čas. Konkrétně zde docházelo k chybě známé jak
”
truncation
error“. V důsledku toho se pozice rakety posunula o několik stovek metrů a systém ji nebyl
schopen detekovat. Z tohoto příkladu vyplývá, že i miniaturní chyba za desetinnou čárkou
se může nakumulovat a způsobit nedozírné následky.
3. prosince 1999 – Mars – Přistání modulu Mars Polar Lander
Při pokusu o přistání modulu Mars Polar Lander na Marsu došlo ke ztrátě komunikace.
Pravděpodobně došlo o předčasné vypnutí motoru a zřícení se na povrch. Přistání mělo být
provedeno tím způsobem, že se rozvine přistávací padák a při kontaktu přistávacích nohou
s povrchem se odstaví přívod paliva do motoru, který se vypne. Příčinou předčasného
vypnutí motoru byl odpor vzduchu při přistávacím manévru. Jednalo se o chybné nastavení
bitu, signalizující tuto událost. Problémem bylo rozdělení testování mezi několik týmů, kdy
jeden tým začínal s vynulovaným registrem a další tým tento registr vůbec neuvažoval,
jelikož to
”
nebyla jeho věc“. Je tedy nutné testovat i mezní stavy, do kterých se můžeme
dostat.
2.4 Rozdělení testování
Je mnoho možností, jak lze rozdělit testování. V této části uvedu většinu používaných dělení
podle [32] a vysvětlím jednotlivé pojmy, abychom se v tomto odvětví správně orientovali.
Dále je také při testování nutné rozhodnout, které testy budou použity. Obecně platí, že čím
větší spektrum testů (z více různých skupin) tím lépe. Většina názvů je psána v angličtině,
z důvodu běžného používání a neexistence správných český ekvivalentů. Pokud si čtenář
nebude pojmem jistý, může nahlédnout do uváděné literatury.
2.4.1 Funkcionální a nefunkcionální testování
Základní rozdělení testování spočívá v rozdělení na funkcionální a nefunkcionální.
Funkcionální testování využívá testy pro ověření funkčnosti určité části kódu. Tato
funkčnost je zanesena ve specifikaci požadavků a produkt ji musí splňovat.
Nefunkcionální testování si naopak vůbec nevšímá zdrojového kódu, ale klade důraz
na testování škálovatelnosti, výkonnosti, použitelnosti, kompatibility či bezpečnosti.
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2.4.2 Statické a dynamické testování
V této kategorii věnuji pozornost tomu, zda-li testujeme již spuštěný program, nebo např.
zdrojový kód.
Statické testování jsme schopni aplikovat od samotného počátku projektu. Jedná se
o zkoumání zdrojového kódu různými metodami. Těmito metodami jsou prohlížení kódu,
softwarové procházky či softwarové inspekce. U prohlížení kódu jde o systematické prochá-
zení zdrojového kódu se snahou objevit chyby vzniklé například při návrhu. Softwarové
procházky je metoda, při které procházíme kód a vysvětlujeme ho jiným osobám, které by
měly problematice rozumět a mohou tak vznášet připomínky. Softwarové inspekce využívají
přímo určených osob, které znají různé inspekční metody a ty používají. Snažíme se hledat
sémantické či logické chyby a tento způsob můžeme velmi dobře automatizovat. Danými
testy lze odhalit chyby, pro které je dynamické testování příliš složité nebo úplně nevhodné
(velmi těžce lze simulovat vstupy a odpovídající výstupy).
Dynamické testování můžeme provádět tehdy, pokud máme k dispozici spustitelný kód.
Pro tento program vytváříme testy (vstupy a výstupy) a kontrolujeme jejich správnost. Díky
nutnosti mít spustitelný program se toto testování aplikuje později než statické.
2.4.3 Verifikace a validace
Tyto dva velmi často zaměňované termíny je nutné uvést už z toho důvodu, že patří mezi
základní pojmy v oboru softwarového testování potažmo i softwarového inženýrství.
Verifikace má za úkol ověřit, jestli jsme vytvořili software správně. To znamená, jestli se
software chová podle specifikace. Automatizovanou verifikací se zabývá několik výzkumných
projektů, například VeriFIT[30].
Validace si klade otázku, zda-li software je správný. Správné v tomto významu myslíme
to, co zákazník opravdu chce.
2.4.4 Testování černé a bíle skříňky
Zde se lišíme znalostní implementace části, kterou testujeme. V prvním případě jsme zcela
obeznámeni s principy a konkrétními funkcemi, v případě druhém nikoliv. Existuje ještě
kategorie mezi těmito přístupy, kterou uvedeme jako poslední.
Testování bílé skříňky jinak také nazýváno testování průhledné skříňky, skleněné skříňky
či strukturální testování využívá znalosti vnitřní struktury produktu (algoritmy, funkce).
Požaduje tak po testerovi, aby se v problematice orientoval a navíc znal daný programovací
jazyk. Tento způsob je znázorněn na obrázku 2.2. Existují různé techniky, používané při
výše zmíněném testování:
• Testování cest – kontroluje, zda všechny cesty v programu byly navštíveny alespoň
jednou. Cestami jsou myšleny kombinace různých podmínek v programu.
• Testování dat – uvažuje způsob definice proměnných v programu a jejich použití.
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• Control flow testing – ověřuje, zda-li máme skupinu testů, která otestuje majoritní
část kódu.
Obrázek 2.2: Testování bílé skříňky
Testování černé skříňky funguje tak, že tester zná pouze výstupy ze
”
skříňky“ pro za-
dané vstupy. Nezajímá ho tedy ani implementace, ani programovací jazyk. Toto testování
tak může provádět i zkušený uživatel, bez programátorských znalostí. Patří sem testy uživa-
telských rozhraní nebo akceptační testy (uvedeno v části 2.4.5 na str. 12). Pro demonstraci
poslouží obrázek č. 2.3. Patří sem následující techniky:
• Fuzzy testování – spočívá v generování náhodných dat na vstup programu a sleduje,
jak se s tím program vyrovná.
• Hraniční analýza – funguje na principu výběru testovacích dat z hraničních oblastí
poskytovaných rozsahů.
• Ekvivalentní rozdělení – dělí testy do skupin podle toho, jaké výstupy produkují. V ka-
ždé skupině jsou testy produkující stejné výstupy.
Obrázek 2.3: Testování černé skříňky
Testování šedé skříňky leží někde mezi výše zmíněnými. Je to takové testování, kdy
znalosti implementace máme, nicméně nejsou dostatečné pro označení jako bíla skříňka.
Typické se jedná o testování webových aplikací, kdy není k dispozici kompletní zdrojový
kód, případně popis designu apod.
2.4.5 Stupně testování
Podle úrovně testování, podle osoby která testování provádí a podle toho, kdy se testování
provádí je možné aplikovat následující dělení:
Unit testing ověřuje funkčnost specifické části kódu. Unit je nejmenší testovatelná jed-
notka a jedná se například o metodu nebo funkci. Často tyto druhy testů tvoří sám pro-
gramátor při psaní programu, čímž aplikuje tzv. testování bíle skříňky. U testy řízeného
programování dochází k napsání těchto testů ještě před samotným psaním programu. Je
dobré se také zmínit o možné automatizaci pomocí dostupných nástrojů[3].
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Integrační testování si klade za cíl ověřit funkcionální, výkonnostní požadavky a poža-
davky dostupnosti. Jde o testování větších celků, než v případě unit testů. Zpravidla se
využívá typ testování černé skříňky. Existují tři základní typy[31]:
• Big bang testování – zde testujeme velké množství modulů společně. Je důležité pro-
vádět testování pečlivě a správně zaznamenávat průběh testů, jelikož je informací
mnoho a mohly by vzniknout nejasnosti.
• Top down testování – u tohoto typu nejdříve testujeme komplexní moduly a postupu-
jeme směrem dolů, k jemnějším částem programu.
• Bottom up testování – poslední zmíněný nám reprezentuje pravý opak výše uvedeného.
Nejdříve se testují komponenty nejnižší úrovně a při úspěchu se postupuje směrem
nahoru, kde se testují složitější struktury.
Systémové testování je kompletní testování, které ověřuje, že systém splňuje dané poža-
davky. Je to první testování, kdy testujeme program jako celek napříč celým jeho spektrem.
Snažíme se napodobit práci uživatele se systémem, ale ověřujeme i výkon aplikace, spoleh-
livost či její bezpečnost. Uplatňují se zde mimo jiné tyto techniky:
• Testování grafického rozhraní – zde by se mělo ověřit, zda grafické rozhraní produktu
splňuje specifikace. Testujeme dobu odezvy, náročnost na výkon, ale i intuitivnost
apod. Například tak jednoduchý program jako Microsoft WordPad má 325 možných
operací s grafickým prostředím[22].
• Testování použitelnosti – tento druh testování většinou provádí samotní uživatelé. Jeli-
kož se míra použitelnosti může jevit každému jinak, je vhodné toto testování provádět
na cílové skupině klientů.
• Testování výkonu – odhalujeme například přílišné vytížení procesoru, konzumaci pa-
měti či extrémně objemnou síťovou komunikaci.
• Zátěžové testování – toto testování se snaží zatížit systém běžným, chcete-li očekáva-
ným způsobem, jakým bude zatížen při reálném nasazení. Pokud se objeví chyby, je
zcela nutné na ně reagovat.
• Bezpečností testování – samovysvětlující je poslední uváděné testování, které se snaží
odhalit bezpečností hrozby software.
Integračně-systémové testování představuje mezistupeň mezi systémovým a akcepta-
čním testováním (vysvětleno v části 2.4.5 na str. 12). Provádí se v případě, kdy máme
systém složený z dílčích částí (menších systémů). Toto testování integruje systémy ve větší
celky a tyto netriviální celky testuje.
Regresní testování by správně mělo být zmíněno v části o systémovém testování. Z dů-
vodu významnosti pro testovací systém, který budu v pozdějších kapitolách navrhovat
a implementovat ho ale uvedu jako samostatnou část. Tento typ testování je totiž hlavní
funkcí tvořeného systému.
Hlavní účelem toho testování je hledání chyb zanesených při změně části kódu nebo při
implementaci nových funkcí, které zasahují do těch starších. Snažíme se také najít chyby,
které se díky provedeným změnám v kódu vrátily. Hloubka testování záleží na tom, jak
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jsou nově přidané funkce kritické. V implementovaném testovacím systému provádíme toto
testování, abychom odhalily chyby ve vývojových nástrojích, které způsobí nekonzistenci
mezi referenčními modely (viz část 5.4 na straně 37).
Akceptační testování bývá posledním druhem testování před ostrým nasazením pro-
duktu. Probíhá při předání produktu zákazníkovi a pokud skončí positivně, je tvorba pro-
gramu u konce. Testování provádí zákazník většinou na vlastním hardware nebo na hard-
ware, na kterém aplikace poběží.
2.4.6 Alpha a beta testování
Před akceptačním testování existují verze, které ještě nejsou vhodné pro vypuštění do reál-
ného nasazení, ale již je třeba je testovat širším okruhem lidí, případně veřejností. Označují
se např. jako alpha či beta verze.
Alpha testování se snaží napodobit testování zákazníkem, ale probíhá buď testovacím
týmem nebo externí organizací, která zajišťuje testování.
Beta testování následuje po alpha testování. Tyto verze jsou již k dispozici lidem mimo
vývojový tým a jsou určené pro testování v reálném nasazení.
2.4.7 Automatizované testování
Pokud je testování v našem projektu velmi častou disciplínou, vyplatí se jej automatizovat.
Automatizované testování je takové, kdy testování neprovádí sám člověk, ale specializovaný
software. Hodí se zejména při častém opakování stejných testů, při regresivním testování,
kdy testujeme nové verze na staré chyby nebo při testování zátěže. Pro automatizované
testování jsou nutná referenční data, která slouží pro informaci o tom, jestli byl test úspěšný.
Důležité je si uvědomit, že ne vždy jsou automatizované testy lepší než testy manuální.
Musíme pečlivě zvážit hledisko ceny takových testů.
Výhodou tohoto testování je rychlost a samostatnost. Výsledky mají vždy exaktní po-
dobu a testy mohou běžet i velmi dlouhou dobu. Právě proto se hodí například pro testování
zátěže. Nevýhodou je, pokud chceme otestovat nové funkce, ke kterým ještě nemáme při-
pravené testy nebo chceme do testování vnést vlastní rozhodnutí či ohodnocení.
Pro tento druh testů je nutné psát takzvané testovací skripty anebo použít jeden
z mnoha testovacích nástrojů. Testovací skripty se často píši v některém ze skriptovacích
jazyků a jejich výhodou je velká dynamičnost. To znamená, že skript je přesně určený pro
daný problém. Existují ale i celé testovací systémy, kterým se věnuje kapitola 3 na straně 14.
V budoucím testovacím programu budu programovat systém
”
na míru“, použiji tedy jeden
ze skriptovacích jazyků a otestuji jím všechny požadované funkce. Inspirací bude následující
kapitola.
Doplňkové nástroje pro automatizované testování
Pokud testování zautomatizujeme, je nutné, aby podávalo určitě výstupy. Ty můžou být ve
formě statistiky, záznamu o chybě zaneseným do nějaké databáze apod. Velmi užitečné je,
pokud při odhalení chyby dojde k přidání záznamu do systému, určeného právě pro správu
chyb. Tím docílíme možnosti okamžité reakce vývojářů, kteří se daným tématem zabývají.
Tyto a další typy nástrojů, které usnadňují a automatizují testování jsou popsány níže.
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• Systém pro správu chyb
• Systém pro správu verzí
• Neinteraktivní debugger
• Nástroje pro porovnání souborů
Systém pro správu chyb obsahuje databázi řešených i vyřešených chyb produktu. Pro-
dukt bývá rozdělen na části, které jsou přiřazené jednotlivým vývojářům. Automatizovaný
systém by měl identifikovat kategorii chyby a zanést chybu do systému. Takovými programy
jsou např. bugzilla[5], trac[29], mantis[20] a jiné.
Systém pro správu verzí slouží pro zisk vždy aktuálních zdrojových souborů, popř.
souborů definovaného stáří. Při automatizovaném testování se hodí zejména pro opravování
chyby, kdy systém chybu nahlásí do systému pro správu chyb, vývojář chybu opraví, zanese
do systému pro správu verzí a tato verze se opět otestuje. Příkladem jsou systémy jako
cvs[8], svn[27], git[13] a další.
Neinteraktivní debugger tento speciální druh debuggeru3 se vyznačuje možností zacho-
vat se podle předem daného předpisu bez nutnosti zásahu uživatele. Je tedy velice výhodný
při automatizaci, kdy chceme zachytit např. pád aplikace a podrobnosti o této skutečnosti
zanést do systému pro správu chyb. Příkladem je program gdb[12] v dávkovém režimu.
Nástroje pro porovnání souborů jsou velmi důležité, jelikož umožňují porovnávat
obsah aktuálních výstupů s těmi referenčními. Systém se tak může automaticky zachovat při
shodě či neshodě, provést izolaci rozdílných segmentů a tento výřez poskytnout systému pro
správu chyb. Zcela automaticky se tak chyba dostane k vývojáři i s hodnotnou nápovědou.
Hojně využívaný pro tento účel je program diff[9].
2.5 Shrnutí
Došlo k vysvětlení základních druhů chyb a jejich dopadu na výsledný produkt. Z této
kapitoly bezesporu vyplývá fakt, že testovat je velmi žádoucí až nezbytné. Dále jsem velmi
podrobně vysvětlil jednotlivé druhy testování, včetně podrobného popisu. Čtenář by po
přečtení této kapitoly měl být schopen rozhodnout, kdy jaké testy použít, jak je kombinovat
a jak dále postupovat. Na závěr byly uvedeny nástroje pro automatizované testování, které
poskytují funkcionalitu jakou automatizace vyžaduje.
3Debugger je nástroj, pomocí kterého ladíme program.
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Kapitola 3
Existující testovací systémy
Následující kapitola se věnuje komplexním testovacím systémům, případně systémům, které
mají s testováním společné prvky. Tyto systémy nám budou inspirací pro návrh vlastního
testovacího systému pro projekt Lissom. U každého systému shrnu klíčové vlastnosti, ať už
pozitivní či negativní a na závěr uvedu přehled vlastností a nápadů, kterými jsem se nechal
inspirovat.
3.1 Koji
Koji[17] je testovací, resp. balíčkovací systém v Linuxové distribuci Fedora[10] od firmy
Red Hat[25]. Vyznačuje se důmyslnou tvorbou balíků v prostředí klient–server. Pomocí
koji můžeme tvořit balíčky z nejaktuálnějších verzí zdrojových kódů, ale lze i verzovat či
vypisovat soubory potřebné pro tvorbu balíku. Systém je hojně používán v komerčním
prostředí. Využívá ho například CERN[7], pcPharmacy[24] a další. Prostředí je rozděleno
do několika komponent:
koji–hub představuje střed všech operací nad systémem koji. Jedná se o XML–RPC1
server, který běží pod modulem mod python v prostředí webového serveru Apache. Server
pouze přijímá XML–RPC volání a vhodně reaguje. Je také jedinou komponentou, která má
přístup do databáze balíčků.
kojid je démon, který běží na každém stroji, na kterém se provádí tvorba balíčků. Má
za úkol tvořit jednotlivé balíčky, což provádí pokaždé ve zcela čistém prostředí. Je napsán
v jazyce Python a komunikuje pomocí XML–RPC s komponentou koji–hub.
koji–web poskytuje webové rozhraní pro celý Koji systém. Umožňuje provádět různé
operace nad tvorbou balíků, například jejich zrušení apod.
koji reprezentuje druh konzolové aplikace, která umožňuje generovat mnoho příkazů pro
systém koji. Pro podrobnější informace viz [17].
kojira opět představuje démona, tentokrát pro udržení aktuálnosti kořenového adresáře,
kde se tvoří balíčky.
1XML–RPC je protokol pro vzdálené volání procedur. V tomto případě jsou data zapouzdřena pomocí
XML (eXtensible Markup Language).
14
3.1.1 Inspirace
• Možnost tvorby balíků z nejaktuálnějších verzí pomocí správce zdrojových kódů.
• Verzování balíků, to znamená možnost vytvořit balík ze starší, blíže specifikované
verze zdrojových kódů.
• Webové rozhraní testovacího systému, které usnadňuje práci při balíčkování.
3.2 Beaker
Open-source verzí Red Hat Test System je produkt Beaker. Tím, čím je Red Hat Test
System pro Red Hat Enterprise Linux tím je Beaker pro Fedoru. Jde o framework pro auto-
matizované testování. Poskytuje nástroje pro tvorbu automatizovaných testů, tvorby testů
pro určité programy či tvorbu regresních testů. Opět se skládá z několika komponent[2]:
Lab controller slouží pro uchování databáze dat o distribucích, které je možné in-
stalovat na stanice. Obsahuje řadu nástrojů. Conserver zajišťuje logování do z konzole,
fence-agent umožňuje síťovou instalaci distribuce popřípadě její obnovu a smolt zpřístupňuje
uschovaná data.
Scheduler je plánovač pro spouštění či plánování testů.
Test harness je odpovědný za spouštění testů na jednotlivých systémech.
3.2.1 Inspirace
• Plánovač pro spouštění testů, velmi usnadňuje testování, kdy lze naplánovat např. na
dobu, kdy není systém zatížen.
• Tvorba regresních testů, která je velmi vhodná pro testování stále stejných nástrojů,
které s každou novou verzí musí poskytovat stejné výstupy.
3.3 TestComplete
TestComplete je nástroj od firmy AutomatedQA. Není určen výhradně pro testery, ale
mohou pomocí něho testovat i běžní uživatelé. Vyznačuje se velikou volností, sami si zvo-
líme, zda-li chceme psát testovací skripty ručně nebo použijeme průvodce pro méně zdatné.
Jedná se tedy o automatizovaný testovací nástroj, omezený na platformu MS Windows,
který podporuje řadu vývojářských platforem:
• .NET, WPF, Silverlight, C#
• AJAX, Java, JavaFX, Flash
• QT, Sybase PowerBuilder, FoxPro
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Jedná se o velmi obsáhlý nástroj, což dosvědčuje i množství prováděných testů. Můžeme
si navolit automatizované funkcionální testování, unit testování, regresní testování, zátěžové
testy a mnohé další. Pro kompletní popis viz [28]. Dále integruje funkce jako chytré nahrá-
vání testů, kdy test provedený uživatelem je možné automaticky opakovat či upravovat.
V neposlední řadě také umožňuje integraci s produktem MS Visual Studio nebo spolupráci
s verzovacím systémem (cvs, svn . . . ). Právě spolupráce s verzovacím systémem umožňuje
testovat zdrojové kódy v té nejaktuálnější verzi a jakékoliv nové chyby ihned nahlásit.
3.3.1 Inspirace
Jelikož se jedná o velmi komplexní nástroj, který se snaží o univerzalitu, není zde mnoho
nových vlastností, které by se daly použít v našem jednoúčelovém systému. Přece jen jedna
vlastnost, která bude implementována v našem systému existuje:
• Spolupráce s verzovacími systémy je nutná pro otestování vždy aktuální verze a tvorbu
regresních testů.
3.4 Automated Build Studio
Tento nástroj vyvinula opět firma AutomatedQA. Nejedná se o čistě testovací systém,
nicméně je velkou inspirací pro jednu fázi našeho systému. Jedná se o nástroj pro tvorbu
a distribuci jednotlivých vydání testovaného software. Použití je opět omezeno pouze na
operační systémy firmy Microsoft.
Funkce jako vizuální průvodce tvorbou výsledného distribučního balíku opět určují tento
produkt do segmentu uživatelů. V aktuální verzi 5.0 obsahuje 660 vestavěných nástrojů pro
automatizaci tvorby balíků a jejich distribuci, což zajišťuje velmi snadné a automatizované
vytváření takových balíků. Jsou podporovány následující překladače[1]:
• C#, C++, Visual Basic, J#
• CodeGear RAD Studio 2009, CodeGear RAD Studio 2007
• Borland Developer Studio, Borland Delphi, Borland C++
• Intel C++, Intel Fortran, Java
U překladačů ale podpora nekončí, s nástroji jako Apache Ant či Microsoft MSBuild si
poradí také a podpora pro virtualizační nástroje také nechybí. Jedná se tedy opět o velmi
komplexní nástroj. Poslední vlastností, která stojí za zmínění je upozornění na úspěšnou
nebo neúspěšnou tvorbu balíku. Toto upozornění může proběhnout elektronickou poštou,
nástrojem pro rychlé zasílání zpráv (instant messaging) či zanesením do databáze chyb.
3.4.1 Inspirace
• Tvorba takzvaných nočních vydání (nightly-builds), které představují absolutně nej-
aktuálnější distribuční balíček, který je k dispozici. Tomu samozřejmě odpovídá i množ-
ství potencionálních chyb.
• Upozornění na chybu při tvorbě distribučního balíčku jedním z výše uvedených způ-
sobů.
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3.5 Ostatní
Jistě existuje ještě celá řada nástrojů pro testování, nicméně jejich další popisování po-
strádá hlubší význam. Většina funkcí se totiž u nástrojů opakuje a liší se například pouze
podporovanou platformou či programovacím jazykem. Přesto výčtově uvedeu některé další
pro případné zájemce:
• GCC TestSuite[11] pro testování programů v jazyce C.
• Software Testing Automation Framework[14] je testovací framework mohutně podpo-
rován firmou IBM a vydáván jako open-source.
3.6 Zhodnocení vlastností testovacího systému
Tato kapitola se zabývala existujícími testovacími systémy. Měla poskytnou potřebné in-
formace a inspiraci ve funkčnosti navrhovaného systému v kapitole č. 4. Níže je uveden
kompletní seznam funkcí, kterými se budu inspirovat.
Koji
• Možnost tvorby balíků z nejaktuálnějších verzí pomocí správce zdrojových kódů.
• Verzování balíků, to znamená možnost vytvořit balík ze starší, blíže specifikované
verze zdrojových kódů.
Beaker
• Plánovač pro spouštění testů, velmi usnadňuje testování, kdy lze naplánovat např. na
dobu, kdy není systém zatížen.
• Tvorba regresních testů, která je velmi vhodná pro testování stále stejných nástrojů,
které s každou novou verzí musí poskytovat stejné výstupy.
TestComplete
• Spolupráce s verzovacími systémy je nutná pro otestování vždy aktuální verze a tvorbu
regresních testů.
Automated Build Studio
• Tvorba takzvaných nočních vydání (nightly-builds), které představují absolutně nej-
aktuálnější distribuční balíček, který je k dispozici. Tomu samozřejmě odpovídá i množ-
ství potencionálních chyb.
• Upozornění na chybu při tvorbě distribučního balíčku.
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Kapitola 4
Návrh vlastního systému
Kapitola s číslem 4 popisuje návrh vlastního testovacího systému, který byl vytvořen pro
projekt Lissom. Bude zde blíže popsáno generování a spouštění nástrojů Lissom, pro něž je
testovací systém implementován. Není to sice věc návrhu systému, nicméně pro pochopení
nezainteresované osoby je to nezbytné. Pokračovat budu specifikací systému, která jasně
vymezí vlastnosti nutné pro vyvíjený systém. Dále přijde na řadu rozdělení systému na
jednotlivé fáze, aby se dalo využít modulárního návrhu a vyvinout tak snadno udržovatelný
software. Následovat bude návrh doplňkových aplikací, které budou nezbytné pro testovací
systém a nakonec shrnu navržený koncept programu.
Stále nezodpovězená otázka je, proč tvořit vlastní systém, když v kapitole č. 3 jsem
jich několik zmínil a jejich vlastnosti by v mnohém postačovali. Odpověď je jednoduchá, je
potřeba multiplatformní systém, který je schopen dynamicky reagovat na změny v projektu
a je možné ho velmi flexibilně upravovat. Dále existují velmi specifické požadavky jako je
ladění post-mortem1 apod., které budou předmětem sekcí v této kapitole.
4.1 Generování a spouštění nástrojů Lissom
Pro další pochopení se předpokládá základní znalost projektu Lissom, který je popsán
v úvodu. Generování nástrojů pro projekt probíhá pomocí programu make[19]. Je vytvořena
sada velmi rozsáhlých konfiguračních souborů typu Makefile. Rozbor jednotlivých předáva-
ných parametrů zmíním v kapitole 5.
První fází je vytvoření základních nástrojů, které nejsou závislé na popisu modelu pro-
cesoru. Jedná se o následující nástroje:
Překladač jazyka ISAC transformuje popis procesoru v jazyce ISAC, což je jazyk pro
popis architektury procesoru[21], do značkovacího jazyka XML.
Linker je sestavovací program, který jeden nebo více objektových souborů spojuje do
jednoho spustitelného.
Middleware slouží jako vrstva, ke které je možné se připojit a provádět veškeré úkony,
které projekt Lissom nabízí (generovat nástroje, spouštět simulace . . . ).
1Ladění post-mortem znamená ladění aplikace po jejím pádu.
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Příkazová řádka slouží pro připojení k middlewaru.
V další fázi se využívá právě vygenerovaného XML souboru pro tvorbu nástrojů závis-
lých na konkrétním procesoru. To jsou nástroje:
Assembler vytváří binární soubory ze zdrojových souborů zapsaných v jazyce symbolic-
kých instrukcí.
Disassembler převádí binární soubory do jazyka symbolických instrukcí.
Simulátor testuje rychlost konkrétního procesoru a ukládá záznam o simulaci. Existují
různé verze, interpretovaný, staticky kompilovaný a dynamicky kompilovaný. Více v další
kapitole.
4.2 Specifikace systému
Testovací systém pro projekt Lissom bude představovat plně automatizované řešení pro
otestování veškerých vývojových nástrojů, ale navíc v něm budou implementovány prvky
spíše typické pro systémy distribuční. Popis systému by mohl znít jako automatizovaný
nástroj pro vytvoření a otestování vývojových nástrojů s možností tvorby regresních testů,
plánováním a tvorbou distribučních balíčků. Na obrázku 4.1 je uvedené schéma celého
systému, které bude rozčleněno na části a tyto části popíšeme. Jednotlivé segmenty jsou
vyznačeny barevně a reprezentují fáze systému. Pro přehlednost jsou jednotlivé požadované
vlastnosti uvedeny v následujícím seznamu:
• Práce s verzovacím systémem pro zajištění vždy aktuálních zdrojových kódů.
• Možnost plánování testů v rámci denního cyklu.
• Tvorba nástrojů pomocí programu make.
• Spouštění vytvořených nástrojů.
• Schopnost detekovat pád spouštěných nástrojů, zajistit spuštění ladícího programu
a zaznamenat chybu.
• Veškeré chyby správně zařadit a vhodně na ně upozornit. Velmi závažné chyby se
hlásí okamžitě elektronickou poštou, méně závažné se zaznamenávájí do systému pro
správu chyb.
• Zajistit kontrolu správnosti výstupů nástrojů tím, že se porovnají s referenčními vý-
stupy. Při neshodě nahlásit chybu definovaným způsobem i s popisem rozdílů.
• Při úspěšném otestování vytvořit distribuční balíky pro různé platformy.
• Nutnost běhu na různých platformách.
• Modularita testů, tzn. jednoduché vyřazení konkrétních testů.
• Jednoduchá tvorba nových testů pro systém.
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Obrázek 4.1: Schéma systému. (Pozn.: Barevné čáry slouží pro jednoznačné určení výstupu k odpovídajícímu vstupu. Barevné plochy
slouží pro vyznačení jednotlivých etap v systému.)
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4.3 Fáze systému
Velmi důležité hledisko pro tvorbu programu je zajištění snadné udržovatelnosti a modula-
rity. Proto je žádoucí celý systém rozdělit na dílčí celky, které budou vykonávat autonomní
operace zcela nezávislé na těch ostatních. Tato část rozděluje systém na určité etapy a kaž-
dou etapu podrobně popisuje. Pro snadnou orientaci je u každé fáze barevná značka, která
odpovídá barvě ze schématu celého systému na obr. 4.1 ze str. 20. Z každé etapy vyplývá
navržení nových, nebo rozšíření stávajících modulů systému. Rozdělení etap jsem provedl
následovně:
4.3.1 Plánování a stažení dat z repozitáře.
4.3.2 Tvorba a spouštění základních nástrojů.
4.3.3 Tvorba a spouštění nástrojů závislých na typu procesoru.
4.3.4 Srovnávání s referenčními výstupy.
4.3.5 Testování middlewaru.
4.3.6 Tvorba distribučních balíků pro různé OS.
4.3.1 Plánování a stažení dat z repozitáře
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Obrázek 4.2: Schéma první fáze systému.
V první fázi systému dochází následujícím základním činnostem:
• Naplánování spouštění aplikace na určité doby v denním cyklu.
• Stažení aktuálních zdrojových kódů projektu z verzovacího systému.
• Stažení referenčních modelů pro další testování.
• Na případné nezdary upozornit. (V naší verzi e-mailem, ale lze snadno upravit.)
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Modul pro plánování spuštění bude modulem, který umožňuje plánovat spouštění
testování během denního cyklu. Spouštění se tedy opakuje každý den v uvedené časy. Je
navržen velmi jednoduše, kdy pomocí standardních příkazů operačního systému se kontro-
luje aktuální čas s časem zadaným. Tato kontrola probíhá každou minutu.
Jelikož není nutné spouštění s přesností na sekundy, lze oželet skutečnost, že čas se
kontroluje jednou za minutu, nicméně ne vždy v celých minutách. Jak již bylo řečeno,
kontrola je prováděna tak, že pomocí příkazů operačního systému a regulárních výrazů je
upraven čas do vhodného formátu a následně porovnán s časem požadovaného spuštění.
Pokud si časy neodpovídají, dojde k minutovému čekání a opětovné kontrole.
Díky tomuto návrhu je velmi triviální upravit formát zadávání informace o plánovaném
spouštění a následně upravit regulárně výraz tak, abychom mohli plánovat např. v týden-
ních, měsíčních či ročních cyklech. Následně je možné vytvořit moduly pro tyto situace a ty
používat podle libosti.
Modul pro stažení dat zajišťuje práci s nejrůznějšími typy verzovacích systémů. Hlavní
náplní je stažení zdrojových kódů projektu, referenčních modelů či jiných součástí nutných
pro úspěšné provedení testů. Dále umožňuje i označení milníků ve vývoji a vytvoření tak
pomyslně zarážky pro určitou stabilní verzi.
Opět v důsledku modulárního návrhu systému je v možnostech pokročilého uživatele
připsat modul pro práci s jakýmkoliv verzovacím systémem, pokud pro něj existuje klient,
ovládaný z příkazového řádku. Naše implementace podporuje systém CVS, který projekt
Lissom využívá.
Modul pro upozorňování slouží pro upozornění o nezdaru určité operace při testování.
Je schopna upozornit pomocí elektronické pošty či zanesením do databáze chyb, v našem
případě do systému Bugzilla.
Velmi důležitou funkcí je rozhodovací mechanismus, který určí, do jaké kategorie chyba
spadá a kam ji zařadit. Děje se tak na základě identifikace právě testované architektury
spolu s rozlišením druhu vykonávané operace. Díky tomu, lze např. zařadit chybu do určité
skupinu v systému Bugzilla.
Modularita je zajištěna i zde a opět je možné zajistit podporu jakéhokoliv systému
pro správu chyb, pokud obsahuje textového klienta. Toto bylo u projektu Bugzilla velkým
úskalím a tématu se věnuji v části 4.4 na straně 30.
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4.3.2 Tvorba a spouštění základních nástrojů
X
Obrázek 4.3: Schéma druhé fáze systému.
Druhá fáze již pracuje s nástroji projektu Lissom. Zabývá se tvorbou, instalací a spuště-
ním základních nástrojů, které nejsou závislé na typu procesoru. Jelikož se zde již spouští
vytvořené nástroje, je nutné se zabývat úspěšností takového spuštění, případným laděním
a upozorněním na chybu v podobě zanesení do databáze chyb. Již se zde objevují výstupy
v podobě souborů, které je nutné porovnat s referenčními. Funkce
”
podsystému“ jsou tedy
následující:
• Tvorba procesorově nezávislých nástrojů.
• Instalace procesorově nezávislých nástrojů.
• Spuštění nástroje, který vytvoří popis procesoru v XML.
• Spuštěni linkeru, který vytvoří z objektových souborů jeden spustitelný.
• Při neúspěšném spuštění poskytnou výstup z debuggeru a zanést do databáze chyb.
• Porovnání vytvořeného popisu s referenčním.
• Při neshodě popisů vytvořit rozdílový záznam a zanést do databáze chyb.
Modul pro tvorbu nástrojů v této fázi zajišťuje vytvoření a instalaci procesorově
nezávislých nástrojů. Funguje na bázi programu make, který je v projektu Lissom použit
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pro veškeré překlady či instalace. Modul obsahuje řadu funkcí pro tvorbu či instalaci různých
typů nástrojů.
Modul zapouzdřuje veškeré operace, nutné pro úspěšné vytvoření těchto nástrojů. Někdy
musí operaci vytvoření předcházet kopírování souborů, jindy zase úprava konfigurací v sou-
borech. Toto vše zajišťuje modul pro tvorbu nástrojů. Dále dokáže překládat s podporou
ladících informací a nejen to, více viz část 5.2.5 na straně 34.
Modul pro spouštění nástrojů obstarává spouštění obecně všech dostupných nástrojů
projektu. U této fáze jsou to procesorově nezávislé nástroje, což je překladač jazyka ISAC
a linker.
Opět se stará o veškeré činnosti ohledně spouštění, například upravuje systémové pro-
měnné PATH2 a LD LIBRARY PATH3. Pokud se časem objeví další prerekvizity pro běh ná-
strojů je pro to modul připraven.
Modul pro ladění využívá řádkového ladicího programu gdb. Tento program umožňuje
použít tzv. dávkový režim, kdy po vytvoření předpisu kroků již nevyžaduje interakci s uži-
vatelem.
Při neúspěšném běhu programu dojde k překladu programu s ladicími informacemi
a následné tvorbě záznamu o pádu programu. Tento záznam se poté použije pro identifikaci
chyby. Blíže se tomuto tématu věnuji v části 5.2.8 na straně 35.
Modul pro rozdíly zajišťuje porovnávání výstupů jednotlivých nástrojů s jejich refere-
nčními protějšky. Snaží se opět být soběstačný a výstupy tak směruje do souboru, kde jsou
k dispozici dalším modulům.
V tomto případě se pracuje s popisy procesoru v XML a pokud se liší, jejich rozdílový
záznam se ukládá. Obecně modul musí řešit daleko více problémů, jako například odstranění
časových značek z referenčních souborů či údaje, které se při každém spuštění mění. Více
je uvedeno v implementační části.
Modul pro upozorňování zde slouží pro identifikaci chyby, vytvoření případného po-
pisu chyby a její zanesení. Bavíme se zde tedy o spolupráci se systémem pro správu chyb.
Připomeňme, že tento modul také zajišťuje upozorňování pomocí elektronické pošty. To
přichází ke slovu v případě nemožnosti nástroje vytvořit.
Při této funkci úzce spolupracuje s modulem pro porovnávání, jehož výstup používá,
dále upravuje a vydává jako popis chyby.
2Systémová proměnná PATH obsahuje seznam cest, kde se hledají spustitelné soubory.
3Systémová proměnná LD LIBRARY PATH obsahuje seznam cest se sdílenými knihovnami.
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4.3.3 Tvorba a spouštění nástrojů závislých na typu procesoru
X
Obrázek 4.4: Schéma třetí fáze systému. (Pozn.: Barevné čáry slouží pro jednoznačné určení
výstupu k odpovídajícímu vstupu.)
V pořadí fáze č. 3 je o poznání složitější než fáze předchozí, jelikož má již za úkol vytvořit
nástroje závislé na typu procesoru. Opět využívá definované moduly v předchozích fázích,
ale využívá je jiným způsobem (používá jiné funkce). Primárně zde jde o kontrolu běhu
procesorově závislých nástrojů případně jejich ladění. Provádí se tedy následující:
• Vytvoření procesově závislých nástrojů.
• Upozornění na neúspěšnost tvorby nástrojů.
• Spuštění procesorově závislých nástrojů.
• Při neúspěšném spuštění zahájit ladění a zanést chybu do systému pro správu chyb.
Modul pro tvorbu nástrojů se uplatňuje i v této fázi. Vytváří procesorově závislé
nástroje (assembler, disassembler a simulátor). Dokáže tyto nástroje přeložit i s ladicími
informacemi, pokud je potřeba nástroje ladit. Podrobněji jsem modul popsal ve fázi 1.
Modul pro spouštění nástrojů je opět popsán výše, nicméně zde provádí spouštění
procesorově závislých nástrojů.
Zde je vhodné uvést, že modul obsahuje i kontrolu běhu simulátoru, kdy lze očekávat
zacyklení či přílišnou konzumaci paměti. Pokud toto nastane je vhodné aplikaci ukončit
a patřičným způsobem na to upozornit.
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Modul pro ladění se v této fázi žádným způsobem nerozšiřuje.
Modul pro upozorňování také není nutné nijak pro tuto fázi upravovat.
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4.3.4 Srovnání s referenčními výstupy
X X X X
Obrázek 4.5: Schéma čtvrté fáze systému. (Pozn.: Barevné čáry slouží pro jednoznačné
určení výstupu k odpovídajícímu vstupu.)
Fáze srovnávání s referenčními výstupy je stěžejní fází systému. Dochází k porovnání
souborů, které vytvořily procesorově závislé nástroje s jejich referenčními alternativami.
Díky této fázi je také možné vytvářet nové testy. Tvoření nových testů je navrženo na
úrovni souborového systému, kde se vytvoří definovaná struktura s referenčními výstupy
například pro danou architekturu procesoru. Poté se jen přidá do konfiguračního souboru
(viz C) název nové architektury a testování zahrne nový typ procesoru. Klíčové vlastnosti
jsou tedy následující:
• Porovnat výstupy nástrojů s referenčními.
• Umožnit tvorbu testů nových architektur.
Modul pro rozdíly jak již bylo zmíněno kontroluje 2 soubory na shodu a případný
rozdílový záznam směruje do souboru. Zde se jedná o porovnávání následujících souborů.
• .obj – assembler
• .dsm – disassembler
• .xml – simulátor
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Právě u posledního zmíněného dochází k nutnosti úpravy vytvořených souborů, jelikož
výstup simulátoru obsahuje časovou značku, výslednou frekvenci a podobné hodnoty, které
jsou při každém spuštění jedinečné. Jsou tedy nutné kroky pro eliminaci těchto jedinečných
informací.
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4.3.5 Testování middlewaru
X
Obrázek 4.6: Schéma páté fáze systému. (Pozn.: Barevné čáry slouží pro jednoznačné určení
výstupu k odpovídajícímu vstupu.)
Middleware slouží pro uživatelsky přívětivější způsob tvorby nástrojů či jejich spou-
štění. Zastupuje tak manuální tvorbu pomocí systému make. Pomocí příkazové řádky je
možné se k middlewaru připojit a v textovém režimu zadávat požadované příkazy. Příka-
zová řádka projektu Lissom podporuje dávkový režim, který umožňuje vykonání předem
určených operací bez interakce s uživatelem.
Důvodem testování middlewaru je síťová komunikace, při které může dojít k chybě nebo
porušení výsledného souboru. Otestování middlewaru tedy spočívá v jediném:
• Vytvořit předpis pro vytvoření a spuštění nástrojů přes middleware a vzniklé soubory
porovnat.
Modul pro testování middlewaru je zvláštním modulem, který zapouzdřuje celé tes-
tování middlewaru. Obsahuje tak funkce, které jsou při běžném manuálním testování ve
více modulech. Dokáže tedy následující:
• Vygenerovat předpis pro spuštění middlewaru v dávkovém režimu.
• Spustit middleware podle předpisu.
• Srovnat výstupy s referenčními.
Modul pro upozorňování zde vystupuje v případě, když se nepodaří spustit middle-
ware. V tomto případě se odesílá informace o chybě elektronickou poštou. Využita je i její
druhá funkce a to zanesení chyby do systému chyb. To se děje při neodpovídajících refere-
nčních a vytvořených souborech.
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4.3.6 Tvorba distribučních balíků pro různé OS
X
Obrázek 4.7: Schéma šesté fáze systému.
Tvorba distribučních balíků je fází netypickou pro testovací systém. Při úspěšném
průchodu všemi předchozími fázemi nic nebrání vytvoření instalačních balíčků pro projekt
Lissom. Ty se mohou tvořit několika způsoby:
• Po úspěšném průchodu celým testovacím systémem se vytvoří tzv. noční vydání
(nightly-build).
• Při zadání speciálního parametru dojde k vytvoření vydání ihned.
• Lze definovat časový údaj, v jakém je požadováno balíček vytvořit.
Modul pro tvorbu balíčků je nezávislý na operačním systému. Kontroluje, na kterém
systému program běží a podle toho provede specifické operace pro tvorbu balíčku na kon-
krétním systému. Pokud systém nezná, balíček nevytváří. Pří neúspěchu tvorby balíčku se
kontaktuje příslušná osoba zadaná v konfiguračním souboru.
Modul pro stažení dat zde hraje roli při stahování aktuálních souborů projektu, ze
kterých se balíček tvoří. Je také třeba při označování mezníku, pokud je nutné tvořit balíček
určitého data.
4.4 Doplňkové aplikace
Jelikož systém má za úkol mimo jiné upozorňovat na chyby pomocí elektronické pošty či
systému pro správu chyb, je nutné tyto funkce zajistit. Z důvodu přenositelnosti a nemož-
nosti tvorby nových závislostí našeho projektu se jako nejlepší řešení jeví vytvoření malých,
přenositelných a jednoúčelových aplikací pro dané operace.
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Program pro posílání e-mailů bude jednoduchý nástroj, který bude umožňovat pouze
posílat text pomocí zadaného poštovního serveru. Jediným požadavkem je, aby podporoval
posílání více příjemcům.
Program pro komunikaci se systémem Bugzilla je zde jako reprezentant programu,
který zanáší chyby do systému pro správu chyb. Projekt Lissom v této chvíli používá systém
Bugzilla. Ve skutečnosti bude umožňovat pouze uložení chyby do systému pod zadanou
kategorii.
4.5 Shrnutí
V této kapitole došlo k navržení systému pro automatizované testování podle uvedených
specifikací 4.2. Systém byl dále rozdělen na moduly, které vyplynuly z jednotlivých fází,
případně byly moduly vhodně rozšířeny. Dodatečně je vhodné zavést modul obstarávající
nápovědu a generování konfiguračních souborů. Tyto moduly přímo nevyplynuly z návrhu,
ale zlepšují přehlednost programu. Nutné bylo také provést návrh doplňkových aplikací,
které v systému využijeme. Navrhovanými moduly tedy jsou:
• Modul pro stažení dat.
• Modul pro ladění.
• Modul pro tvorbu balíčků.
• Modul pro testovaní middlewaru.
• Modul pro upozorňování.
• Modul pro rozdíly.
• Modul pro tvorbu nástrojů.
• Modul pro spouštění nástrojů.
• Modul pro nápovědu.
• Modul pro generování konfiguračních souborů.
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Kapitola 5
Implementace systému
Tato kapitola pojednává o implementaci navržených modulů z předchozí kapitoly (4). Blíže
se čtenář seznámí se zvolenými programovacími jazyky či použitím volně dostupných pro-
gramů. Dále popíši implementaci nástrojů, které bylo nutné vytvořit pro testovací systém
a nakonec uvedu příklady tvorby testů – referenčních modelů. V závěrečné části kapitoly
zmíním příklady otestování systému, čímž budu demonstrovat jeho funkčnost.
5.1 Volba programovacích jazyků
5.1.1 Testovací systém
Generování nástrojů projektu Lissom je primárně založeno na programu make. Z návrhu
také vyplývá použití řady nástrojů, které jsou k dispozici ve verzi pro příkazovou řádku
(cvs, diff ...). Dalším faktem je, že není potřeba přílišného výkonu, jelikož v systému
nebudou implementovány žádné výpočetně náročné algoritmy. Jediným limitujícím fakto-
rem je nemožnost rozšiřovat závislosti projektu Lissom na dalších jazycích. V současné době
projekt využívá jazyky C/C++ a jazyk BASH. Tyto důvody vedly k využití skriptovacího
jazyka BASH.
5.1.2 Doprovodné nástroje
Systém počítá s využíváním konzolových nástrojů a ty samozřejmě musí existovat a být
multiplatformní. To bohužel u dvou klíčových programů nebylo splněno. Jednalo se o po-
sílání e-mailů, kde neexistuje jednotný nástroj pro všechny platformy. Proto byl vytvořen
jednoduchý, plně přenositelný program pro posílání e-mailů v jazyce C.
Dalším programem, který toto nesplňoval, byl program pro zanášení chyb do systému
Bugzilla. Existuje implementace řádkového klienta, ale napsaná v Pythonu, což je nepřija-
telná závislost pro multiplatformní systém. Řešením bylo opět napsat samostatný program
v jazyce C.
Jazyk C je zvolen z pochopitelných důvodů, existují pro něj knihovny, které toto dovolí
naprogramovat a je projektem podporován.
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5.2 Jednotlivé moduly
5.2.1 Hlavní program – test.sh
Soubor test.sh je jakýmsi předpisem činností, které systém provádí. Čerpá funkce z vlože-
ných modulů a ty následně používá. Je možné tento soubor libovolně upravovat pro přidání
nebo odebrání konkrétních druhů testů (např. netestovat middleware, netvořit balíky . . . ).
Jelikož se v tomto souboru snažím o jednoduchý zápis, který si může uživatel jednoduše
upravit, uvedu základní konvence jazyka BASH, na kterých je tento soubor založen (tabulka
5.1). Pro více informací lze využít příkaz man bash. Celý předpis programu si tedy uživa-
Operace Příkaz
Spuštění funkce funkce par1 ... parN
Reakce při neúspěchu ||
Reakce při úspěchu &&
Skupina příkazů {prikaz1; ... prikazN;}
Tabulka 5.1: Základy jazyka BASH
tel může libovolně upravit. Uvedu příklad, kdy uživatel chce stáhnout referenční modely
do adresáře LOCAL MOD, které jsou uloženy ve vzdáleném adresáři se jménem REMOTE MOD.
Pokud se činnost nepovede, program toto ohlásí a ukončí se s hodnotou 1.
checkout LOCAL_MOD REMOTE_MOD || { notify checkout_models; exit 1; }
V příkladu uvádím volání funkce checkout se 2 parametry, které představují cílovou a zdro-
jovou složku. Následuje reakce při neúspěchu skupinou příkazů. Zde se jedná o funkci notify
se specifikujícím parametrem kde se chyba vyskytla s následným ukončením programu. Vy-
světlením funkcí, které lze využívat se zabývájí následující sekce.
5.2.2 Modul pro zpracování parametrů – lib/paramer.sh
Modul pro zpracování parametrů poskytuje jedinou funkci params, která dokáže vyhodnotit
parametry a vhodně zareagovat. Pro vyhodnocení parametrů využívá programu getopts,
který je de facto standardem pro tuto činnost. Podporované parametry jsou uvedeny v ta-
bulce 5.2.
Parametr Operace
<bez paramteru> naplánování spuštění
-s okamžité spuštění programu
-p okamžité vytvoření balíčku
-h tisk nápovědy
-q ukončení všech instancí programu
Tabulka 5.2: Parametry programu
5.2.3 Modul pro plánovaní spuštění – lib/scheduler.sh
Poskytována je opět jediná funkce, a to schedule. Ta využívá programu date, ze kte-
rého získá formát času HH:MM. Ten následně porovnává s proměnnou START TIME zapsanou
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v konfiguračním souboru. Pokud řetězec s aktuálním časem je obsažen v řetězci zapsaném
v konfiguračním souboru systém se spustí, resp. vyskočí z nekonečné čekací smyčky. Pokud
není obsažen, nekonečná smyčka pokračuje příkazem sleep 1, který vykoná čekání po dobu
jedné minuty. V této podobě se smyčka každou minutu opakuje.
5.2.4 Modul pro stažení dat – lib/refcontroller.sh
Funkce checkout v tomto modulu stahuje data z revizního systému. Využívá řádkového
nástroje pro práci s daným typem revizního systému. Je navržen pro snadné přidávání
dalších systémů. To spočívá ve vytvoření souboru lib/revcontrol/cvs.sh např. pro cvs
systém. V něm specifikovat funkci cvs checkout, která přebírá 2 parametry, lokální složku
kam data stáhnout a název vzdáleného modulu ke stažení. Následně napsat její tělo tak,
aby se provedlo stažení.
Samotná funkce checkout poté pouze volá funkci cvs checkout (za cvs si dosaďte
požadovaný systém).
5.2.5 Modul pro tvorbu nástrojů – lib/maker.sh
Tento modul poskytuje funkci mak, která očekává jeden parametr. Seznam a použití parame-
trů ukazuje tabulka 5.3. Funkce využívá programu make. Tomu předává parametry potřebné
pro výkon dané operace, které jsou již specifikovány projektem Lissom a zde pouze použity.
Informaci o konkrétním nástroji a architektuře čerpá opět z globálních proměnných $TOOL
a $ARCH.
Parametr Operace
dev Překlad základních nástrojů
dev dbg Překlad základních nástrojů + ladicí informace
dev install Instalace základních nástrojů
tool Vytvoření procesorově závislého nástroje
tool dbg Vytvoření procesorově závislého nástroje + ladicí informace
Tabulka 5.3: Parametry pro funkci mak
5.2.6 Modul pro spouštění nástrojů – lib/runner.sh
Pro spouštění všech nástrojů se používá funkce run. Funkce očekává parametry podle typu
nástroje, který se spouští. Pro bližší vysvětlení parametrů viz tabulku 5.4. Spustí se tak
příslušný binární soubor, podle specifikovaného nástroje. Informace o tom, pro jaký typ
procesoru má být nástroj spuštěn je uvedena v globální proměnné ARCH.
Dále modul disponuje funkcemi jako kil pro ukončení zvoleného procesu. Předává se
ji jeden parametr a to PID procesu. Je platformově nezávislá, takže funguje jak pod *NIX
systémy, kde volá program kill, tak i pod Windows, kde volá program taskkill.
Další funkcí je check sim sloužící pro hlídání průběhu simulace. Jedná se o cyklus, který
skončí při skončení simulace a během něhož se kontroluje spotřeba paměti či délka běhu.
Využívá se přitom funkce get mem. Ta je opět platformově nezávislá a po zadání parametru
v podobě PID vrací množství spotřebované paměti. V případě *NIX systémů se bere údaj
z /proc/PID/status a v případě Windows z programu tasklist. V případě překročení
limitu uvedeném v konfiguračním souboru se simulace ukončí.
34
Parametr Operace
isacc2 Spuštění překladače jazyka ISAC
linker Spuštění linkeru
assembler2 Spuštění assembleru
disassembler2 Spuštění disassembleru
intersim2 Spuštění interpretovaného simulátoru
compsim2 Spuštění staticky kompilovaného simulátoru
dcompsim2 Spuštění dynamicky kompilovaného simulátoru
jitcompsim2 Spuštění
”
just-in-time“ simulátoru
Tabulka 5.4: Parametry pro funkci run
Poslední funkcí z modulu, která je hodna uvedení, je exi. Provede ukončení programu,
ovšem pouze v případě, pokud byl spuštěn manuálně (přepínač -s). Jestliže byl program
spuštěný pomocí plánovače, dojde ke spuštění nové instance programu a ukončení té stá-
vající.
5.2.7 Modul pro rozdíly – lib/differ.sh
Pro kontrolu výstupních souborů a porovnáním s referenčními lze využít funkce dif. Ta
se volá bez parametrů, ale je ovlivňována globálními proměnnými ARCH a TOOL. První jme-
novaná určuje typ procesoru a druhá nástroj, jehož výstup se porovnává. Obsahuje tak
lokální databázi cest, kde se vyskytují výstupní a referenční soubory pro daný případ. Dále
zajišťuje odstranění unikátních záznamů v souborech, aby bylo porovnání možné provést.
To se děje pomocí řádkového editoru sed a regulárního výrazu, který tyto druhy záznamů
obsahuje. Nakonec se použije program diff, který soubory porovná a případně vytvoří
rozdílový záznam.
5.2.8 Modul pro ladění – lib/debugger.sh
Modul pro ladění poskytuje funkci debug. Opět nevyžaduje žádný parametr a je ovlivňována
globálními proměnnými ARCH a TOOL. Využívá se zde volání dříve definovaných funkcí.
Nejdříve dojde k překladu s ladicími informacemi pomocí funkce mak a následně ke spuštění
programu dbg, který spouští laděný nástroj a výstup zaznamenává do souboru. Nakonec je
tento soubor oproštěn o systémové údaje tak, aby zbyly jen relevantní informace. Z tohoto
souboru je možné vygenerovat kontrolní součet pro jednoznačnou identifikaci chyby.
5.2.9 Modul pro tvorbu balíčků – lib/packager.sh
Pro tvorbu distribučních balíků slouží funkce pack. V tomto okamžiku podporuje linuxové
distribuce založené na rpm nebo deb balíčcích a samozřejmě systém Windows. Funkce ob-
sahuje rozhodovací mechanismus založený na proměnné SYSTEM v konfiguračním souboru.
Pokud je proměnná nastavena na hodnotu
”
linux“ dochází k detekci konkrétní distribuce
pomocí údaje v /etc/issue. Dále se podniknou kroky pro vytvoření distribučního balíčku,
které jsou pro každou distribuci jiné. Např. u rpm balíčků se využívá programu rpmbuild
a u deb balíčků dpkg-buildpackage.
U systému Windows se vytváří pouze gzip archiv.
35
5.2.10 Modul pro upozorňování – lib/notifier.sh
Upozorňování, různá varování a zanášení chyb do systému má na starosti modul pro upo-
zorňování. Je v něm naimplementována funkce notify, která vyžaduje jeden parametr.
Tento parametr specifikuje problém, na který se upozorňuje. Dále lze nastavit, jakým způ-
sobem na daný problém reagovat, v tuto chvíli jsou 2 možnosti, e-mailem anebo zanesením
chyby do systému bugzilla.
E-mailové upozornění probíhá vytvořeným jednoúčelovým programem nazvaným ltsmail.
Jako předmět vždy obsahuje krátký popis problému, přičemž v těle dopisu je uveden kom-
pletní popis chyby (např. výpis z programu make, cvs . . . ). Parametry pro ltsmail se
nacházejí v konfiguračním souboru.
Zanesení chyby do systému Bugzilla je opět realizováno vytvořeným multiplatformním
nástrojem. Program se jmenuje ltszilla a jeho implementace je popsána v části 5.3.2 na
straně 37. Informace o kategoriích chyb jsou také uvedeny v tomto modulu. Při rozhodování,
do které kategorie chyba patří, se využívají globální proměnné ARCH a TOOL.
5.2.11 Modul pro generování konfigurací – lib/generator.sh
Modul pro generování konfigurací nijak nevyplynul z návrhu systému, nicméně bylo vhodné
ho zavést pro umístění všech funkcí, které vytváří konfigurační soubory, na jedno místo.
Jedná se o konfigurace pro debugger, middleware nebo třeba generování verze pro balíčko-
vací systém.
Je zde definována funkce gen očekávající jeden parametr, který specifikuje druh ge-
nerování. Veškeré kombinace jsou přehledně ukázány v tabulce 5.5. Generování probíhá
příkazem echo přesměrovaným do souboru.
Parametr Operace
gdb $TOOL Tvorba předpisu pro gdb při ladění nástroje
mw tools Tvorba předpisu pro middleware při testování nástrojů
mw $SIM Tvorba předpisu pro middleware při testování simulátorů
version Tvorba celého názvu distribučního balíku i s verzí
$TOOL: isacc2, linker, assembler2, disassembler2
$SIM : scsim, dcsim, isim, jitcsim
Tabulka 5.5: Parametry pro funkci gen
5.2.12 Modul pro testování middlewaru – lib/mw.sh
Veškeré činnosti spojené s middlewarem jsou implementovány ve funkcích, které obsahuje
tento modul. Jejich volání je zpřístupněno přes funkci mw s různými parametry (viz ta-
bulka 5.6). Funkce pro porovnávání výstupu zde zahrnuta není, jelikož se využívá již dříve
implementované funkce dif z modulu lib/differ.sh.
Parametr Operace
start Spuštění middlewaru
test Spuštění všech nástrojů přes middleware
stop Zastavení middlewaru
Tabulka 5.6: Parametry pro funkci mw
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5.2.13 Modul pro nápovědu – lib/helper.sh
Nápověda je řešena jedinou funkcí print help, která vypíše informace o použití. Jde o jed-
noduché použití příkazu echo. Uživatel zde může upravit informace vypisované při nápo-
vědě.
5.3 Doprovodné nástroje
5.3.1 ltsmail
ltsmail je nástrojem pro posílání elektronické pošty z příkazové řádky. Jen napsána v ja-
zyce C a využívá knihovny C sockets.
Jako první dojde k vyhodnocení parametrů, které jsou následující a všechny jsou po-
vinné.
./ltsmail server port od předmět tělo příjemci
Následuje již standardní komunikace podle RFC821[26] pro posílání e-mailů. Využívá se
přitom statického bufferu, který se po každém odeslání nuluje (maže). Výjimkou je dyna-
mická alokace paměti pro tělo dokumentu, které se načítá ze souboru a nelze odhadnout
velikost takové informace před spuštěním programu. Proto se nejprve spočítá množství
znaků v souboru a poté dojde k alokaci.
5.3.2 ltszilla
Pro komunikaci se systémem Bugzilla bylo nutné naimplementovat vlastní aplikaci nazva-
nou ltszilla. Byla přitom využita knihovna xmlrpc-c, která umožňuje komunikaci pomocí
XML-RPC. Právě pomocí XML-RPC je zpřístupněno aplikační rozhraní systému Bugzilla.
Nejdříve aplikace zkontroluje zadané parametry, jejichž popis lze získat přepínačem -h.
Aplikace poskytne následující výpis:
Usage: ./ltszilla -u url of bugzilla server
-p product of bugzilla
-c component of bugzilla
-s operating system
-f file with description
-l login to bugzilla
-w password for account
-m summary of problem
-h hash of problem
Program pokračuje již předepsanou komunikací podle Bugzilla API[6]. Dojde tedy k uložení
chyby do systému nebo, pokud chyba již existuje, k ukončení aplikace bez změny v systému.
5.4 Tvorba testů – refmodely
Jedním z hlavních rysů systému je tvorba nových architektur a tím pádem i tvorba nových
referenčních modelů. Pro zajištění snadného přidávání nových typů procesorů je navržena
následující souborová hierarchie (příklad pro procesor arm5):
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arm5...................................kořenový adresář typu procesoru
bin
ref-obj
arm5.obj0....................referenční binární soubor
exe.................................složka pro výstup linkeru
ref-xexe
arm5.xexe....................referenční spustitelný soubor
log.................................složka pro záznam ze simulace
ref-sim
arm5_0.xml...................referenční záznam
arm5_1.xml o simulaci s profilerem
arm5_2.xml dle hodnoty za podtržítkem
arm5_3.xml (bez, 1, 2, 3)
model
ref-xml
arm5.xml.....................referenční výstup z překladače ISAC
src.................................složka pro zdrojové kódy
ref-dsm
arm5.dsm....................referenční výstup disassembleru
Při dodržení této hierarchie a uvedení názvu architektury v proměnné ARCH konfiguračního
souboru lze docílit testování nového typu procesoru. Adresář pro ukládání referenčních
modelů je uveden v proměnné LOCAL MODELS tamtéž.
5.5 Testovací příklady
V této části uvedu několik příkladů, kdy se v projektu objeví chyba a systém ji správně
detekuje.
Příklad 1 Odlišnost v referenčním a vytvořeném xml souboru pro popis procesoru arm5.
Podle předpokladů dojde k následujícím událostem:
1. Identifikace chyby při porovnávání funkcí dif.
2. Vytvoření rozdílového souboru.
3. Identifikace parametrů pro zanesení chyb do systému bugzilla.
Produkt = isacc, Component = swtiol, Architektura = arm5
4. Výpočet kontrolního součtu z rozdílového souboru pro ověření, jestli chyba již v sys-
tému není.
5. Zanesení chyby do systému bugzilla včetně rozdílového souboru.
Příklad 2 Pád aplikace assembler2 u procesoru mips s chybou SEGFAULT.
Podle předpokladů dojde k následujícím událostem:
1. Zachycení pádu aplikace pomocí návratové hodnoty různé od hodnoty 0.
2. Znovuspuštění tvorby nástrojů, nyní s ladicími informacemi.
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3. Vygenerování předpisu pro debugger, pro spuštění assembleru a uložení backtrace.
4. Oproštění backtrace o systémově závislé údaje.
5. Identifikace parametrů pro zanesení chyb do systému Bugzilla.
Produkt = assembler, Component = asmmain, Architektura = mips.
6. Výpočet kontrolního součtu z backtrace pro ověření, že je chyba v systému jedinečná.
7. Zanesení chyby do systému bugzilla včetně backtrace.
Příklad 3 Zacyklení simulátoru intersim2 procesoru vex. Podle předpokladů dojde k ná-
sledujícím událostem:
1. Při kontrole simulace funkcí check sim dojde ke stavu, kdy uplynulý čas simulace je
větší než povolené trvání simulace.
2. Ukončení simulace funkcí kil.
3. Identifikace parametrů pro zanesení chyb do systému Bugzilla.
Produkt = intersim2, Component = simbase, Architektura = vex
4. Výpočet kontrolního součtu z textu
”
Vex intersim2 ran too long!“, pro ochranu před
duplikátem.
5. Zanesení chyby do systému Bugzilla s informací, že simulace na dané architektuře
běží příliš dlouho.
Typově se jedná o základní druhy chyb, samozřejmě je možné tvořit více kombinací
s různými architekturami apod. Nicméně výše uvedené příklady pro ilustraci jsou dostaču-
jící.
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Kapitola 6
Závěr
Žádná testovací aplikace není dokonalá a nikdy neodhalí všechny chyby v produktu ko-
rektně. Dokonalost je zkrátka příliš drahá vlastnost, která v reálném světě nemá své místo.
V této práci jsem se přesto snažil navrhnout a implementovat testovací systém, který je
inspirován mnohými komerčními produkty a integruje tak velké množství vlastností, pro
testovací software unikátních.
6.1 Zhodnocení práce
Během vypracování práce bylo nutné se velmi podrobně seznámit s nástroji pro projekt
Lissom, přičemž v této chvíli se již nejedná o vůbec jednoduché prostředí. Nicméně tato
studijní část je pro testování obecně nesmírně důležitá, protože opravdu kvalitně testovat
lze jen věci, které velmi dobře známe.
První část práce velmi důkladně rozebírá principy testování software, shrnuje poznatky
z tohoto oboru a analyzuje produkty komerční sféry. Existující systémy jsem podrobil fun-
kčnímu rozboru a nechal se inspirovat mnoha vlastnostmi.
Návrh systému proběhl modulárním systémem, přičemž je možné systém velmi snadno
rozšiřovat podle budoucích požadavků projektu Lissom, který je velmi dynamický ve svém
rozvoji. Funkcionalita systému v tuto chvíli plně pokrývá veškeré požadavky na testo-
vací/distribuční systém. Rovněž testování systému probíhalo podle předpokladů.
Skriptovací jazyk BASH umožnil velmi efektivní práci s již existujícími nástroji, které
projekt používá. Zároveň ale představoval problém, při nemožnosti implementovat aplikace
na nižší úrovni. Toto lze snadno obejít využitím jazyka C/C++ při programování jedno-
účelových nástrojů, jejichž funkce jsou pro systém klíčové.
6.1.1 Odhalené chyby
I přes to, že testovací systém je hlavně určen pro provádění testů na referenčních modelech se
při jeho implementaci odhalilo několik chyb v projektu. Jednou z nich může být middleware,
který špatně interpretuje parametr pro výstup anebo chyba v zacyklení simulátoru intersim
u architektury mips. Toto jasně dokázalo, že i vývoj testovacího software zvyšuje kvalitu
produktu.
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6.2 Možná rozšíření
Jelikož systém běží na několika operačních systémech, které reprezentují virtuální stroje
je nutné každý testovací systém zvlášť administrovat. Motivací do budoucna je vytvoření
platformově nezávislého řešení, které administraci testovacího systému sjednotí a poskytne
třeba i grafické rozhraní pro některá nastavení, nebo manuální testování. Zde je velký
prostor pro kreativitu, takže uvedu pouze některá z možných rozšíření:
Webové rozhraní pro testovací systém by umožňovalo pohodlnou tvorbu testů, ba-
líčků, monitoring na jednotlivých virtuálních stanicích či prohlížení výsledků testů.
Modul pro upozorňování přes instant-messaging může být alternativou pro upo-
zorňování na kritické chyby e-mailem.
Testování simulátoru, který běží na vzdáleném stroji je momentálně nemožné
testovat, čili bylo by vhodné navrhnout do systému řešení, které by toto umožnilo.
6.3 Přínos pro projekt
Jelikož je projekt Lissom velmi aktivní ve svém vývoji a často prochází i radikálními změ-
nami ve svém konceptu je testovací systém východiskem jak udržet všechny části pro-
jektu stále funkční. Umožňuje téměř okamžitě reagovat na zanesené chyby i s podrobnějším
popisem, což zajistí vývojářům stálou kontrolu nad funkčností projektu jako celku. Nad-
standardní vlastností pro testovací systém je tvorba distribučních balíčků, která umožňuje
velmi pohodlnou distribuci celého produktu a to i v různých verzích. Jedná se také o první
aplikaci, která zajišťuje kvalitu produktu Lissom.
6.4 Osobní přínos
Díky nabytým zkušenostem hodnotím práci v týmu Lissom velice positivně. Velkou zásluhu
na tom má skutečnost, že se jedná o reálný projekt, který provází opravdová úskalí při
řešení dílčích problémů. Byl jsem nucen reagovat na změny, které se v systému prováděly,
ale bylo mi také umožněno používat i vlastní postupy při řešení problémů.
Velmi jsem si osvojil skriptování v jazyce BASH a prohloubil své znalosti řádkových
nástrojů jakými jsou gdb, diff či cvs. Díky této práci, jsem si také uvědomil důležité milníky
pro tvorbu úspěšného produktu a v neposlední řadě vytvořil reálně využitelný testovací
systém. Bylo mi také umožněno nahlédnout na celý projekt jako by se jednalo o komerční
produkt a stát se jedním z lidí, kteří zajišťují jeho kvalitu.
Nezbývá nic jiného, než doufat v pokračující spolupráci s projektem Lissom, která touto
bakalářskou prací teprve začala.
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Příloha A
Systémové požadavky
Jelikož je využit jazyk BASH, který se velmi váže na prostředí operačního systému, jsou
zapotřebí nainstalované následující programy1:
Název Popis
bash Interpret jazyka
cvs Správa zdrojových kódů
diff Porovnávání souborů
gdb Ladicí nástroj
coreutils Základní nástroje systému (mv, rm, cp ...)
make Správa překladu (kompilace) aplikací
sed Řádkový textový editor
tar Nástroj pro tvorbu archivu
textutils GNU nástroje pro práci s textem
xmlrpc-c Knihovna pro práci s XML-RPC v jazyce C
Tabulka A.1: Systémové požadavky
1Není cílem vyjmenovat veškeré závislosti programu, ale zmínit ty zásadní, které se nemusí na cílové
stanici vyskytovat
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Příloha B
Návod k instalaci a použití
Program se instaluje pouhým zkopírováním obsahu složky testsuite na libovolné místo,
kam má uživatel právo zápisu. Spuštění programu probíhá pomocí souboru test.sh s ná-
sledujícími možnostmi:
Parametr Význam
<Žádný> Program naplánuje test na časy v konfiguračním souboru
-s Program se okamžitě spustí bez plánování
-h Vypíše nápovědu
-p Vytvoří distribuční balíček
-q Ukončí všechny běžící instance programu
Tabulka B.1: Možnosti spuštění programu
Dále je nutné vyplnit proměnné v konfiguračním souboru test.conf a přeložit po-
mocné nástroje ve složce utils (ve výchozím stavu jsou přeložené pro 64bit linux), pomocí
přiložených makefilů.
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Příloha C
Konfigurační soubor
V práci se často zmiňujeme o konfiguračním souboru, proto je vhodné uvést jeho strukturu.
Soubor je uložen v kořenovém adresáři a jmenuje se test.conf.
# Obecná konfigurace
SYSTEM=linux
ARCHS="arm5 mips vex" # Testované architektury
TOOLS="isacc2 linker assembler2 disassembler2 intersim2" #Testované nástroje
USR=tester
# Plánované spouštění
START_TIME="18:43 19:55 18:40"
# Konfigurace pro systém správy souborů
REVCONTROL=cvs # Typ systému
LOCAL_DEV=dev # Lokální adresář pro dev
LOCAL_MODELS=$LOCAL_DEV/swtlissom/models # Lokální adresář pro refmodely
REMOTE_DEV=dev # Vzdálený adresář dev
REMOTE_MODELS=eclissomdev/eclissom-refmodel # Vzdálený adresář pro refmodely
# Konfigurace pro mailera
FROM="testsuite@lissom.fit.vutbr.cz"
RECIPIENTS="admin@lissom.fit.vutbr.cz packager@lissom.fit.vutbr.cz"
# Bugzilla configuration
BZ_LOGIN="login@fit.vutbr.cz"
BZ_PASS=<heslo_do_bugzilly>
# Aktuální verze
VERSION="0.64.0.b4"
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Příloha D
Moduly systému
V této části uvedu zajímavé moduly, které by mohly zajímat uživatele programu z důvodu
jejich editace.
D.1 test.sh
Jedná se o hlavní program, předpis činností, které se budou vykonávat. Zde je uvedena
základní verze, která je nasazena v tuto dobu na projektu.
params $@ # vyhodnocení parametrů
schedule "$START_TIME" "$START_NOW" # naplánování spuštění
## stažení zdrojových kódů a referečních modelů
checkout $LOCAL_DEV $REMOTE_DEV || { notify checkout_dev; exi 1; }
checkout $LOCAL_MODELS $REMOTE_MODELS || { notify checkout_models; exi 1; }
mak dev || { notify mak_dev; exi 1; } # překlad devu
mak dev_install || { notify mak_install; exi 1; } # instalace
path_add
for ARCH in $ARCHS; do # ruční testování nástrojů
for TOOL in $TOOLS; do
mak tool || { notify mak_tool; continue; }
run && { dif || { notify diff; } } || { debug; notify tool_debug; \
if [ $TOOL == isacc2 ]; then break; fi }
done
done
clean_models
for ARCH in $ARCHS; do # middleware testování
mw start || { notify mw; exit 1; }
mw test
mw stop
for TOOL in isacc2 linker assembler2 disassembler2; do
dif mw || notify diff # kontrola souborů
done
done
pack || notify pack # tvorba balíku
clean_all
exi 0 # ukončení nebo znovuspuštění
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D.2 lib/revcontroller.sh
Modul zpřístupňující funkce z modulu pro práci s verzovacím systémem.
. lib/revcontrol/$REVCONTROL.sh # Načtení modulu pro verzovací systém
checkout() {
local LOCAL_DIR=$1 REMOTE_DIR=$2 # Přebírá 2 paramtery
mkdir -p ./$LOCAL_DIR # Ověří existenci složky
# Volá funkci příslušného systému
${REVCONTROL}_checkout $LOCAL_DIR $REMOTE_DIR
}
D.3 lib/cvs.sh
Příklad modulu, který umožňuje práci s verzovacím systémem cvs.
LOGIN=<login>
SERVER=<cvs_server>
LOCATION=<cvs_module>
TYPE=ext
export CVSROOT=:$TYPE:$LOGIN@$SERVER:/$LOCATION
cvs_checkout() {
local LOCAL_DIR=$1 REMOTE_DIR=$2 # Přebírá 2 parametry
local LOG=log/cvs/${LOCAL_DIR##*/}.log # Umístění logovacího souboru
cvs co -d $LOCAL_DIR $REMOTE_DIR > $LOG 2>&1 # Příkaz pro stažení
}
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Příloha E
Obsah CD
Přiložené CD obsahuje na nejvyšší úrovni 2 složky.
techreport – Adresář obsahuje zdrojové texty této technické zprávy, které lze přeložit příka-
zem make. Dále obsahuje výslednou verzi dokumentu ve formátu pdf nazvanou projekt.pdf.
Lze zde nalézt i projektové soubory k obrázkům ve formátu dia.
testsuite – Tato složka obsahuje samotný testovací systém. Obsahuje několik složek a
2 soubory. Danými soubory jsou test.sh, který spouští testování a test.conf, jakožto
konfigurační soubor. Obsažené složky jsou následující:
• lib – Obsahuje jednotlivé moduly nutné pro běh systému.
• log – Složka určená pro logovací výstupy.
• pkg – Konfigurační soubory pro balíčkovací systémy.
• tmp – Konfigurační soubory pro nástroje (dbg, diff, mw ...).
• utils – Vytvořené doprovodné nástroje (ltsmail, ltshash, ltszilla).
Složka utils obsahuje soubor Makefile, který po zadání příkazu make přeloží všechny
doprovodné nástroje.
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