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Resumen
Este proyecto surge del intere´s de la compan˜´ıa startup Electronic Commerce Factory SL de
aumentar la funcionalidad de CoolAntivirus, su antivirus para mo´viles Android. Esta aplicacio´n
consiste en un conjunto de mo´dulos espec´ıficos e independientes que tienen funcionalidades
relacionadas con el mantenimiento y proteccio´n del dispositivo.
El modulo creado en este proyecto, Anti-Theft, implementa diversas opciones para permitir
al usuario determinar o realizar diferentes acciones sobre el smartphone en caso de robo o
extrav´ıo. Algunas de estas funcionalidades se gestionan v´ıa Internet mediante una aplicacio´n
web que permite al usuario conectar con el dispositivo.
Como resultado de este proyecto se ha obtenido la aplicacio´n independiente correspondiente
al modulo Anti-Theft con todas las funcionalidades previstas y la aplicacio´n web que gestiona
algunas de sus funciones. Sin embargo, no se llego´ a la fase de la integracio´n con CoolAntivirus
en el plazo de la estancia en la compan˜´ıa.
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1.1. Motivacio´n del proyecto
La motivacio´n del proyecto consiste en ampliar la funcionalidad de una aplicacio´n para
tele´fonos mo´viles desarrollada por Electronic Commerce Factory SL (www.e-commfactory.com)
dedicada a la proteccio´n y mantenimiento de los datos del tele´fono. La funcionalidad que se
desea an˜adir permitira´ proteger los datos de los usuarios ante posibles pe´rdidas o robos del
dispositivo.
Se desea que el usuario pueda realizar acciones que impidan el robo de datos tanto antes
como despue´s de la pe´rdida del tele´fono. De esta forma, aunque haya perdido su tele´fono,
podra´ realizar varias acciones al respecto.
El proyecto desarrollado tratado en esta memoria se divide en dos partes, una aplicacio´n
para mo´viles Android (Ver Ape´ndice A.1) y una aplicacio´n web. Ambas esta´n interconectadas
de tal forma que desde la aplicacio´n web se deben poder realizar ciertas configuraciones en la
aplicacio´n.
1.2. Objetivos del proyecto
1.2.1. Objetivos generales
Como se ha mencionado anteriormente, el principal objetivo es el disen˜o de una aplicacio´n
para mo´viles Android que:
Permita al usuario configurar opciones para proteger su tele´fono.
Notifique al usuario en caso de robo o extrav´ıo.
Pueda recibir notificaciones para poder realizar acciones sobre el tele´fono de forma remota.
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1.2.2. Objetivos espec´ıficos
Las tareas de proteccio´n del tele´fono se ejecutara´n en segundo plano.
La aplicacio´n se mantendra´ comprobando el estado del tele´fono continuamente.
Las notificaciones se enviara´n y recibira´n por wifi.
La localizacio´n del tele´fono se realizara´ exclusivamente por GPS.
El usuario establecera´ una contrasen˜a con la que protegera´ el dispositivo en caso de robo
o extrav´ıo.
El usuario se registrara´ en la aplicacio´n en el primer uso para tener acceso a la pa´gina
web de administracio´n.
1.3. Tecnolog´ıas empleadas
Al inicio del desarrollo del proyecto ya se sabe que se iba a programar la aplicacio´n para
mo´viles Android, por lo que se decide utilizar Java. E´ste es el lenguaje de programacio´n nativo
de Android, que tiene mayor soporte por parte de Google.
Utilizar Java interesa a la hora de desarrollar la aplicacio´n porque se van a utilizar una serie
de servicios de la API de Google Play Services para las tareas de localizacio´n y notificaciones
que se tratara´n en el apartado 4.
Las interfaces gra´ficas de la aplicacio´n mo´vil y de la aplicacio´n web han sido proporcionadas
por la empresa y esta´n escritas en lenguaje HTML y CSS. Para enlazar esas interfaces con la
aplicacio´n que se desarrolla en este proyecto se utiliza JavaScript y Jquery de la forma que se




En e´ste capitulo se tratara´ la preparacio´n del proyecto, comenzando por la estimacio´n de
recursos necesarios para llevarlo a cabo. Despue´s se estudiara´ la propuesta te´cnica que se hizo
del proyecto junto con la planificacio´n temporal del mismo, observando los cambios entre la
planificacio´n inicial respecto a la final.
2.1. Estimacio´n de recursos del proyecto
Una vez realizado el ana´lisis de objetivos se procede a la estimacio´n de recursos. El desarrollo
de la aplicacio´n necesita de un ordenador con acceso a Internet para desarrollar las aplicaciones.
Para realizar las pruebas se deben utilizar diferentes modelos de smartphones. Tambie´n se
necesita llevar un control de versiones y copias de seguridad del proyecto, por ello se decide de
antemano utilizar un repositorio en la nube gratuito.
En cuanto al software para el desarrollo de la aplicacio´n mo´vil, se decide utilizar el IDE (In-
tegrated Development Environment) que proporciona Google para el desarrollo de aplicaciones
en Android, el Android Studio (Ver Ape´ndice B.1).
Lo recursos necesarios par el proyecto se enumeran a continuacio´n:
Ordenador para desarrollar la aplicacio´n.
Smartphones para realizar las pruebas.
Software gratuito Android Studio.
Tiempo del autor del proyecto para formarse en el desarrollo de aplicaciones para Android
y sobre la utilizacio´n del Android Studio.
Repositorio alojado en Bitbucket (bitbucket.org), host de repositorios gratuito.
Tiempo del autor del proyecto para el desarrollo del proyecto.
9
Una vez conocidos los recursos necesarios, se estudian los costes monetarios de los mismos.
La empresa proporciona un ordenador desde su inventario para el desarrollo de la aplicacio´n al
autor del proyecto, por lo que no requiere ningu´n coste de compra. Lo mismo ocurre con los
smartphones que se utilizar´ıan en las pruebas, que fueron proporcionados por compan˜eros de la
empresa y por el propio realizador del proyecto. Finalmente, todo el software utilizado para el
desarrollo y alojamiento de repositorios tampoco supone ningu´n coste para la compan˜´ıa al ser
gratuitos.
2.2. Metodologia y planificacio´n
Una vez especificados los objetivos generales del apartado 1.2.1, se asigna un tiempo aproxi-
mado para la documentacio´n y formacio´n necesaria para cada una de las tareas. La especificacio´n
de las fases y la planificacio´n inicial se realiza mediante un diagrama de Gantt (Figura2.1). En
e´ste se ve el reparto de las tareas entre las semanas de la estancia. En la figura 2.2 se observa
el reparto de horas entre las tareas.
La planificacio´n se siguio´ correctamente hasta la parte de la implementacio´n. El ana´lisis
del co´digo de las interfaces gra´ficas requirio´ menos tiempo del estimado para su comprensio´n.
Sin embargo, se necesito´ una mayor cantidad de tiempo para realizar pruebas que el que se
hab´ıa estimado al inicio. E´sto hizo que la integracio´n del mo´dulo desarrollado en la aplicacio´n
principal no se pudiera realizar en el plazo de la estancia en la empresa.
Todos los cambios llevaron a modificar el final de planificacio´n, eliminando la parte de la
integracio´n e incrementando las horas dedicadas a las pruebas. Las figuras 2.3 y 2.4 representan
la planificacio´n final del proyecto.
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Figura 2.1: Planificacio´n inicial
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Figura 2.2: Planificacio´n inicial (horas)
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Figura 2.3: Planificacio´n final
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Figura 2.4: Planificacio´n final (horas)
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Cap´ıtulo 3
Ana´lisis y disen˜o del software
3.1. Ana´lisis de requisitos
3.1.1. Requisitos funcionales
Al analizar los objetivos del proyecto, se han extra´ıdo los requisitos funcionales. Debido a
la diversidad de las tareas que realiza la aplicacio´n, se han dividido dichos requisitos por las
diferentes opciones que la componen:
Localizar el tele´fono mediante GPS.
Bloquear el tele´fono y/o hacer que suene una alarma cuando se realicen determinadas
acciones.
Controlar la ubicacio´n del dispositivo mediante una delimitacio´n geogra´fica. El tele´fono
realizara´ acciones espec´ıficas (se bloqueara´, sonara´ una alarma y enviara´ su ubicacio´n)
cuando se encuentre fuera de un per´ımetro delimitado por una posicio´n inicial y un radio,
datos que sera´n le´ıdos desde el GPS.
Controlar cuando se introduce la contrasen˜a de forma erro´nea. Si el mo´vil tiene ca´mara
frontal se enviara´ una foto al e-mail del usuario de quien esta´ intentando acceder y desde
donde, es decir, geolocalizado.
Controlar cambios de tarjeta SIM en el tele´fono.
Notificar al usuario por correo electro´nico ante determinados eventos en cualquiera de las
reglas configuradas.
Poder localizar, bloquear, hacer que suene una alarma o borrar los datos del tele´fono desde
una aplicacio´n web.
Una vez especificados los requisitos funcionales se pueden definir los requisitos de datos.
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3.1.2. Requisitos de datos
Los requisitos de datos del proyecto son:
Correo electro´nico y contrasen˜a para el registro y el acceso a la pa´gina web.
Contrasen˜a para la proteccio´n el tele´fono.
Numero de serie de la tarjeta SIM del tele´fono, proporcionado por el mismo.
Latitud y longitud, recibidas por el GPS.
3.2. Disen˜o del sistema
3.2.1. Contexto
Figura 3.1: Diagrama de contexto.
El diagrama de la Figura 3.1 muestra como interaccionan los dos componentes que se desa-
rrollan en el proyecto entre ellas, con el usuario y con el dispositivo.
El usuario puede configurar diferentes opciones en la aplicacio´n. E´sta consulta datos conti-
nuamente del dispositivo y, cuando se producen determinados eventos, recoge informacio´n y la
env´ıa por correo electro´nico al usuario.
Por otro lado, el usuario tiene acceso a una pagina web en la que puede consultar datos,
como la localizacio´n, y que utilizara´ para enviar notificaciones a la aplicacio´n y que e´sta actu´e
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en consecuencia sobre el dispositivo.
3.2.2. Casos de uso
Como se puede observar en la Figura 3.2, el usuario utiliza tanto la aplicacio´n mo´vil como la
pa´gina web para la localizacio´n del tele´fono. En el proceso de configuracio´n de la aplicacio´n se
permite trabajar por separado cada una de las opciones, por lo que no se requiere configurarlas
todas. Las opciones del tele´fono que se modifican desde la pa´gina web son diferentes a las de la
aplicacio´n, teniendo la opcio´n exclusiva del borrado de datos.
Figura 3.2: Diagrama de casos de uso
3.2.3. Estructura del proyecto
Aplicacio´n mo´vil
Entre los principales componentes de una aplicacio´n para Android se encuentran las acti-
vidades y los servicios. En la aplicacio´n que se desarrolla en este proyecto se decide seguir el
esquema presentado en la Figura 3.3. Utilizando este esquema, existe una actividad principal se
encarga de declarar las variables necesarias y establecer los controladores. Uno de estos controla-
dores se encargara´ de recibir los eventos en la interfaz gra´fica, guardar los para´metros asociados
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y ejecutar los servicios correspondientes. De forma similar, el segundo controlador estara´ a la
espera de recibir notificaciones por Internet y arrancar los servicios que le sean indicados. La
implementacio´n de este esquema se estudiara´ en detalle en el apartado 4.
Figura 3.3: Esquema de la aplicacio´n
Aplicacio´n web
Para la implementacio´n de la aplicacio´n web de administracio´n se decide utilizar el esquema
presentado en la Figura 3.4. El servidor ofrece al usuario una serie de paginas web desde las
que puede configurar a distancia la aplicacio´n. Para ello utiliza una base de datos en la que
almacena la informacio´n del usuario y de la aplicacio´n que sera´ utilizada para contactar con el
tele´fono mediante el servicio de notificaciones. Por u´ltimo, la aplicacio´n sera´ la que se encargue
de contactar con el servidor cuando quiera enviar datos como, por ejemplo, su localizacio´n. Todo
e´sto se vera´ en detalle en el apartado 4.




En este cap´ıtulo se mostrara´ el proceso de desarrollo, en orden cronolo´gico, del proyecto.
Cada apartado de la aplicacio´n mo´vil y de la aplicacio´n web sera´ descrito en una seccio´n, espe-
cificando lo que se debe cumplir, las herramientas y clases utilizadas, y las pruebas realizadas.
Debido al contrato de confidencialidad firmado por el autor de este proyecto con Electronic
Commerce Factory SL, no es posible la inclusio´n del co´digo fuente de la aplicacio´n y de la
aplicacio´n web, sin embargo se le permite el uso de capturas de la interfaz. Debido a e´sto, se
utilizara´n algoritmos a la hora de explicar ciertas partes del desarrollo.
La informacio´n sobre las clases que se mencionen en este cap´ıtulo y como utilizarlas se puede
encontrar en el portal web de Android Developers (http://developer.android.com/index.html).
4.1. Desarrollo de la aplicacio´n movil
Antes de comenzar a con el desarrollo se investiga la forma en la que se estructuraban las
aplicaciones para mo´viles Android. Una vez hecho esto, se busco´ una herramienta que permi-
tiera trabajar con los archivos que componen una aplicacio´n de forma co´moda. Una de las
herramientas mas recomendadas fue Android Studio, por ello se aprendio´ a utilizarla antes de
empezar.
Al inicio del desarrollo de la aplicacio´n se utilizaba el simulador de dispositivos que ofrec´ıa la
propia herramienta, pero las limitaciones que tenia hicieron que no se tardara mucho en utilizar
dispositivos reales.
Despue´s de un periodo de pra´ctica con la herramienta y teniendo en cuenta el esquema




La actividad principal es la que se ejecuta siempre al arrancar la aplicacio´n del dispositivo,
por eso se va a utilizar para realizar las preparaciones necesarias.
Variables
Existen muchas formas de almacenar variables en una aplicacio´n Android. Las SharedPrefe-
rences son las que se utilizan en este proyecto por la conveniencia que supone poder compartir
las variables en todas las clases que componen la aplicacio´n.
Administrador de dispositivos
Las aplicaciones que administran el dispositivo a nivel de sistema necesitan tener una serie
de permisos especiales. Desde Android 2.2 se an˜adio´ soporte a este tipo de aplicaciones pro-
porcionando una API con la que se registra la aplicacio´n como administradora del dispositivo,
permitiendo as´ı que pueda tener un mayor control sobre el mismo.
La mayor´ıa de aplicaciones de seguridad, como la desarrollada en este proyecto, requieren
crear un administrador de dispositivos para realizar tareas como el bloqueo de la pantalla,
gestio´n de contrasen˜as, borrado de datos, etc.
En la aplicacio´n que se desarrolla en este proyecto se crea el administrador de dispositivos en
la actividad principal. Para ello se hace uso de la clase DevicePolicyManager con la constante
ACTION ADD DEVICE ADMIN. Tambie´n se debe especificar que funciones se querra´n poder
realizar sobre el dispositivo mediante el administrador, sin indicar funciones innecesarias. La
creacio´n solo se efectuara´ en la primera ejecucio´n y debe ser aceptada para continuar (Figura
4.1).
Creacio´n de la interfaz gra´fica
Android permite la creacio´n de las interfaces gra´ficas de sus aplicaciones de varias formas
diferentes. Incluye un gran nu´mero de layouts y elementos para construir una interfaz gra´fica
funcional. Sin embargo, a la hora de an˜adir estilos no ofrece tanta variedad.
Debido a esto, muchos desarrolladores de aplicaciones utilizan un tipo de vista que ofrece
Android que permite poder disen˜ar las interfaces gra´ficas de la misma forma que en una pa´gina
web convencional(HTML, CSS, etc). Esta vista se llama WebView, y funciona como un navega-
dor web interno a la aplicacio´n que permite mostrar paginas web en la propia aplicacio´n, sean
paginas web internas o externas.
En el desarrollo de la aplicacio´n del proyecto se decide utilizar dicha interfaz porque las
interfaces gra´ficas hab´ıan sido proporcionadas en lenguaje HTML.
20
Figura 4.1: Pantalla de confirmacio´n para crear el administrador de dispositivos.
La forma en la que WebView permite la interaccio´n de la interfaz gra´fica con la aplicacio´n
es mediante la asignacio´n de una clase que actu´a como medio de comunicacio´n desde la vista
hasta la actividad. El esquema de esta interaccio´n se muestra en la Figura 4.2.
Figura 4.2: Esquema la comunicacio´n entre la vista y el controlador.
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Una vez establecida la clase que se relaciona con la vista, es importante saber que solo los
me´todos de esta clase con la etiqueta @JavascriptInterface encima de su declaracio´n, podra´n
ser accedidos por la vista para consultar o enviar datos.
Finalmente, despue´s de configurar los atributos de la vista, se debe indicar que pagina web
se desea mostrar. En el propio co´digo fuente de las pa´ginas que mostremos, se pueden incluir
enlaces a otras pa´ginas. De esta forma se logra la navegacio´n por las diferentes pantallas de la
interfaz.
En la actividad principal de la aplicacio´n es donde se realiza este proceso. En el caso de la
aplicacio´n que se esta´ desarrollando, salvo contadas excepciones, la pagina web que se muestra
al iniciar la aplicacio´n sera´ el menu´ principal con las opciones (Figura 4.3).
Figura 4.3: Menu´ principal de la aplicacio´n.
Notificaciones push
Para la comunicacio´n entre la aplicacio´n web y la aplicacio´n del dispositivo se utilizan las
notificaciones push. Estas permiten que se pueda enviar informacio´n desde el servidor a cada
dispositivo en particular. Se utiliza por la gran mayor´ıa de aplicaciones que reciben notificacio-
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nes desde un servidor. Un ejemplo pueden ser las aplicaciones de las redes sociales o mensajer´ıa
instanta´nea como WhatsApp o Telegram. En ese tipo de aplicaciones los usuarios reciben noti-
ficaciones personalizas para cada dispositivo, es decir, solo reciben las notificaciones destinadas
a ellos o a todos, pero nunca las de otro usuario. Esto se debe a que las notificaciones push
funcionan asignando una IP al dispositivo que esta´ usando la aplicacio´n para poder enviarle la
informacio´n que le corresponda.
Existen diversos servidores que ofrecen servicios de notificaciones push. El servicio que se
utilizara´ en este proyecto es el que proporciona Google, el Google Cloud Messaging (ver Apendice
C.1).
Los pasos que se deben seguir para la implementacio´n de las notificaciones push son los
siguientes:
1. Registrar a la aplicacio´n como cliente en GCM para poder recibir notificaciones.
2. Almacenar el ID del registro recibido.
3. Enviar el ID del registro a la aplicacio´n web para que la pueda utilizar para enviar men-
sajes.
4. Procesar las notificaciones recibidas desde el servidor GCM.
Para poder registrar a nuestra aplicacio´n como cliente del GCM, se debe crear antes un
proyecto en Google Developers Console (ver Apendice B.2).
Despue´s de obtener el nu´mero del proyecto proporcionado al crear el proyecto en Google
Developers Console , en la actividad principal de la aplicacio´n mo´vil se solicita el ID de registro
a GCM aportando ese nu´mero como para´metro de la peticio´n. Eso hara´ que el dispositivo quede
registrado dentro del proyecto que se ha creado y quede listo para recibir notificaciones.
Una vez obtenido el ID de registro, se almacena en las SharedPreferences para no tener que
registrarse a cada ejecucio´n de la aplicacio´n. Posteriormente sera´ enviado a la aplicacio´n web
para que pueda enviar las notificaciones (ver apartado 4.1.6).
La clase que procesara´ las notificaciones que se reciban mediante GCM se vera´n en el
apartado 4.1.8.
Para que no se pueda registrar cualquier aplicacio´n en el proyecto de la Developers Console,
se especificara´ que solo se pueda registrar en el proyecto desde la aplicacio´n que se esta´ desa-
rrollando. Para ello se genera una API Key el menu´ de credenciales del proyecto. Utilizando la
clave, la aplicacio´n accedera´ a las APIs que la requieran.
Pruebas
Lo primero que se comprueba es si el administrador de dispositivos se crea correctamente.
Para saber si ha sido asi, despue´s de aceptar en la pantalla de la Figura 4.1, se mira el apartado
de Administradores de dispositivos para asegurarse de que se ha creado (Figura 4.4).
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Figura 4.4: Administradores de dispositivos.
Lo siguiente que se comprueba es que se le haya asignado un ID de Registro al dispositivo
para Google Cloud Messaging. E´sto se puede monitorizar al compilar la aplicacio´n en el tele´fono
mediante la consola del Android Studio. Se observa que se ha recibido correctamente el co´digo.
Las ultimas pruebas realizadas en este apartado corresponden a la creacio´n de la inter-
faz gra´fica. Al iniciar la aplicacio´n se muestra la pantalla que hemos especificado y se puede
comprobar que los enlaces a las pantallas de las diferentes opciones funcionan.
4.1.2. Localizacio´n
La primera opcio´n de la aplicacio´n que se implementa es la encargada de la localizacio´n
del tele´fono. Se decide emplear la Google Maps Android API (ver Apendice C.2) utilizando los
mapas que ofrece para su uso en las aplicaciones mo´viles, combina´ndolos con las coordenadas
que se obtienen del GPS del tele´fono.
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Preparacio´n del mapa
Lo primero que se hace es incluir esta nueva API en el listado de las APIs habilitadas en el
proyecto de Google Developers Console, para poder utilizarla. Lo siguiente es preparar la pantalla
de la interfaz gra´fica para mostrar el mapa. En este caso la interfaz gra´fica esta´ constituida por
paginas web, por lo que incorporar el mapa no supone mucha complicacio´n.
Como el mapa de la API debe ser descargado al entrar en el apartado de localizacio´n, si el
usuario no dispone de conexio´n a Internet no podra´ visualizarlo. La clase ConnectivityManager
permite realizar esta comprobacio´n para poder mostrar un mensaje al usuario cuando quiera
localizar el tele´fono y no disponga de acceso a Internet (Figura 4.5).
Figura 4.5: Pantalla de la localizacio´n cuando no se dispone de conexio´n a Internet.
Con lo anterior realizado, se dispone de un mapa que mostrar sin ningu´n marcador sobre
e´l. Para colocar el marcador primero se deben obtener son las coordenadas desde el GPS del
tele´fono, por lo que se ha de comunicar la vista con el controlador e intercambiar los datos.
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Obtencio´n de las coordenadas por GPS
Como se comento´ en la lista de objetivos espec´ıficos del apartado 1.2.2, la localizacio´n se
realiza exclusivamente por GPS.
La clase que proporciona los servicios de localizacio´n del sistema Android es LocationMana-
ger. Lo primero que se hace es comprobar si el GPS del tele´fono esta´ activado utilizando esta
clase. Si no lo esta´ se le muestra al usuario un mensaje de forma similar a cuando no dispone
de conexio´n a Internet (Figura 4.6).
Figura 4.6: Pantalla de la localizacio´n cuando no esta´ activado el GPS del dispositivo.
Una vez comprobada la disponibilidad del proveedor de GPS, se le indica al LocationMa-
nager que proporcione las coordenadas. Lamentablemente, no existe ninguna forma de obligar
al GPS a leer las coordenadas en el momento deseado. Solamente se tiene acceso a la u´ltima
posicio´n conocida (que puede ser reciente, pasada, o no tener ningu´n sentido). Lo u´nico que
podemos hacer es establecer un “escuchador”de eventos que detecte cuando se actualiza esa
u´ltima posicio´n conocida. La clase que se utiliza para ello es LocationListener, cuyo me´todo
onLocationChanged nos permite realizar acciones cuando la posicio´n se actualiza.
La forma en la que se realiza el proceso es la siguiente:
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1. Indicar mediante el LocationManager al dispositivo que se requiere una actualizacio´n de
la posicio´n, pasa´ndole como para´metro el “escuchador”.
2. Esperar a que se actualice a posicio´n.
3. Utilizar el me´todo onLocationChanged, que se ejecuta cuando se actualiza la posicio´n, para
almacenar la latitud y longitud e indicar que ya pueden ser enviadas a la vista.
4. Indicar que ya no se requieren mas actualizaciones de posicio´n al GPS.
Mientras este proceso se realiza, la vista esta´ contactando perio´dicamente con el controlador
para preguntarle si ya tiene las coordenadas disponibles, mientras muestra un mensaje de espera
(Figura 4.7). Una vez este´n disponibles, la vista las consultara´, creara´ un marcador en el mapa
y mostrara´ el resultado de la localizacio´n (Figura 4.8). Cuando se pulse el boto´n “Actualizar”de
la interfaz, se repetira´ el proceso de obtencio´n de coordenadas y se mostrara´ la nueva posicio´n
cuando este´n disponibles.
Figura 4.7: Pantalla de la localizacio´n cuando se esperan las coordenadas.
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Figura 4.8: Pantalla de la localizacio´n con la posicio´n encontrada sobre el mapa.
Pruebas
Las pruebas realizadas sobre esta opcio´n de la aplicacio´n consisten en comprobar el funcio-
namiento en diferentes situaciones. Al desactivar el GPS se observa que se muestra el mensaje
de la figura 4.6. Del mismo modo, al desactivar la conexio´n a Internet se muestra el mensaje de
la figura 4.5.
Se observa que, dependiendo del entorno, el GPS tarda un tiempo diferente en obtener las
coordenadas. Aunque esto escapa al control que se puede ejercer desde la aplicacio´n sobre el
GPS, se establece una prioridad alta en la solicitud de la actualizacio´n de la posicio´n.
Se ajusto´ el taman˜o del marcador en el mapa y el zoom para que fuera proporcional a la
interfaz y se probo´ en diferentes dispositivos.
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4.1.3. Comprobacio´n de la tarjeta SIM
Despue´s de finalizar con la localizacio´n, se pasa a implementar el servicio que comprueba
la tarjeta SIM del tele´fono. El objetivo de esta opcio´n es notificar al usuario cuando se haya
retirado la tarjeta SIM del tele´fono o se haya cambiado por otra diferente. Si e´sto ocurre, la
aplicacio´n env´ıa un correo electro´nico al usuario notifica´ndole lo ocurrido, adjuntando el numero
de serie de la tarjeta nueva y la localizacio´n del tele´fono.
La pantalla de la interfaz gra´fica de esta tarea dispone u´nicamente de un interruptor para
activar el servicio (Figura 4.9). El u´nico requisito para poder activar el servicio es tener una
tarjeta SIM colocada. Si no la tenemos, se avisa al usuario con un mensaje.
Figura 4.9: Pantalla de la opcio´n de comprobar el estado de la tarjeta SIM.
El proceso que se sigue una vez iniciado el servicio es el siguiente:
1. Se almacena el nu´mero de serie de la tarjeta SIM actual.
2. Se comprueba perio´dicamente el estado de la tarjeta SIM hasta que se cambie por otra o
se retire. Cuando esto ocurre, se continua con el paso 3.
3. Se bloquea el tele´fono con una contrasen˜a.
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4. Se localiza el tele´fono si el GPS esta´ activado.
5. Se env´ıa un correo con toda la informacio´n al usuario.
En los siguientes apartados se comenta como se implementa cada parte del proceso y las
pruebas que se realizan.
Lectura del estado de la SIM y bloqueo del tele´fono.
La clase que es capaz de proporcionar informacio´n sobre la tarjeta SIM es TelephonyManager.
Se utiliza tanto para obtener el numero de serie del SIM como para conocer su estado.
Al activar el servicio, lo primero que se ha de hacer es almacenar el nu´mero de serie del
SIM actual para tener una referencia a la hora de comparar. El me´todo que lo proporciona es
getSimSerialNumber.
Una vez conocido el numero de serie actual, se crea un hilo que se encarga de comprobar
perio´dicamente el estado del la tarjeta SIM. La comprobacio´n observa mediante getSimSerial-
Number que el numero que se obtiene no sea diferente al que se leyo´ en un principio. Tambie´n
comprueba si hay alguna tarjeta SIM colocada con getSimState, comprobando que el numero que
devuelva no sea igual al de la constante SIM STATE ABSENT de la clase TelephonyManager.
Si alguna de estas condiciones no se cumple, se realizan las acciones descritas a continuacio´n.
Bloqueo del tele´fono
Bloquear el dispositivo es la primera accio´n que se realiza cuando se detecta una alteracio´n
en la tarjeta SIM del tele´fono. Se hace uso de la clase DevicePolicyManager junto a su me´todo
resetPassword para establecer la contrasen˜a que el usuario introdujo cuando se registro´ en la
aplicacio´n. Despue´s se utiliza el me´todo lockNow para bloquear el tele´fono inmediatamente.
Localizacio´n
Se desea enviar la localizacio´n del tele´fono al usuario para que e´ste pueda saber donde se
encuentra el tele´fono al que le han modificado la tarjeta SIM. Aprovechando que el servicio de
obtencio´n de coordenadas desde el GPS implementado en el apartado 4.1.2, solo se necesita
an˜adir una variacio´n al mismo para adaptarlo a este nuevo servicio.
La principal modificacio´n se realiza en el me´todo onLocationChanged, que es el que se ejecuta
al encontrar una nueva posicio´n, haciendo que una vez la encuentre inicie la tarea de enviar el
correo con toda la informacio´n.
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Preparacio´n y envio de correos
Lo primero que se hace es investigar la forma en la que Android puede enviar correos en
segundo plano. Es necesario que se pueda enviar sin pedir confirmacio´n del usuario ya que
obviamente el supuesto ladro´n no aceptar´ıa enviarlo.
Tras un periodo de bu´squeda, se decide utilizar el servidor de Simple Mail Transfer Protocol
(ver Apendice D.1) de Gmail. Para poder enviar el correo de esta forma se necesitan realizar
los siguientes pasos:
1. Iniciar una sesio´n en el servidor smtp.gmail.com mediante usuario y contrasen˜a en la
cuenta de correo electro´nico desde la que se va a enviar el correo. Hay que indicarle que se
desea utilizar TLS para cifrar los datos y la peticio´n ha hacerse al puerto 587 del servidor,
que es el destinado a este propo´sito.
2. Construir y asignar a la sesio´n el mensaje que se desea enviar, incluyendo el origen,
destinatario, asunto y cuerpo del mensaje.
3. Enviar el mensaje.
Para iniciar la sesio´n en la aplicacio´n, se utiliza un objeto de la clase Session en el que se
indica que se ha de se ha de iniciar sesio´n en el servidor smtp.gmail.com, que el puerto de esa
conexio´n es el 587 y que se utiliza TLS. Se utiliza el me´todo getInstance, pasandole el usuario
y contrasen˜a encapsulados en una clase que implementa la interfaz Authenticator, para que los
utilice en el inicio de la sesio´n.
Para la construccio´n del mensaje del correo se utiliza la clase MimeMessage, pasandole como
para´metro el objeto de la sesio´n que hemos creado. En el destinatario del mensaje se introduce
el correo con el que el usuario se registro´ en la aplicacio´n. En el cuerpo del mensaje incluimos
un enlace a Google Maps con las coordenadas que se han obtenido anteriormente (si el GPS
esta´ activado).
Dependiendo de si se ha retirado la tarjeta SIM o si se ha cambiado por otra diferente,
se an˜adira´ una linea u otra al mensaje del correo. Si la tarjeta se ha cambiado por otra se
indicara´ el nu´mero de serie de la nueva.
Una vez el contenido del mensaje esta´ completado, se env´ıa el correo en segundo plano
utilizando una AsyncTask y se finaliza el servicio.
Reinicio del tele´fono
El servicio de notificaciones ante cambios en la SIM se deja de ejecutar cuando el tele´fono
se reinicia. Para que se siga ejecutando debemos hacer que el sistema lo incluya entre las
aplicaciones que arranca al encender el tele´fono.
La clase BroadcastReceiver permite a la aplicacio´n revisar ciertos eventos que ocurren en
el tele´fono. En este caso se ha de observar el evento que se corresponda con la constante
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BOOT COMPLETED, que indica que el tele´fono se ha acabado de iniciar. Despue´s se ha de
comprobar si la aplicacio´n tiene marcado el servicio como activo. Al cumplirse ambas condiciones
se arranca el servicio de comprobacio´n de la SIM.
Pruebas
Las pruebas que se realizan sobre esta parte de la aplicacio´n consisten en comprobar las
diferentes situaciones que se pueden dar. Se prueba a retirar la tarjeta del tele´fono, a cambiarla
por una diferente, a reiniciar el tele´fono con una nueva SIM y a reiniciarlo sin ninguna. En todas
las ocasiones se consigue que el tele´fono se bloquee y que se envie el correo.
Un problema que se detecta realizando las pruebas es que el tiempo que tarda el GPS en
encontrar la posicio´n var´ıa bastante entre lugares y momentos, hecho que hace que el correo
tarde demasiado en enviarse con la localizacio´n. Esto supone el riesgo de que el culpable apague
el tele´fono antes de que la localizacio´n se complete y se env´ıe el correo. Como no se puede
controlar el momento en el que estara´ localizado el tele´fono, se decide enviar dos correos. El
primero se env´ıa inmediatamente tras detectar el cambio o ausencia de la tarjeta SIM y una vez
se haya obtenido la posicio´n, se env´ıa un segundo correo con los datos de localizacio´n restantes.
4.1.4. Comprobacio´n de contrasen˜a
La siguiente tarea de la lista es la comprobacio´n de la contrasen˜a de desbloqueo del tele´fono.
El objetivo de este servicio es establecer una contrasen˜a para la pantalla de bloqueo del tele´fono
y notificar al usuario si se introduce incorrectamente durante tres intentos. Si esto ocurre, el
servicio env´ıa un correo al usuario con la localizacio´n del tele´fono y, si el dispositivo dispone de
una ca´mara delantera, una foto del culpable.
La pantalla de la aplicacio´n que se utiliza para activar el servicio consta de un interruptor
para indicar si lo queremos activar o desactivar (Figura 4.10). Cuando lo activemos bloqueara´ el
tele´fono con la contrasen˜a que el usuario introduce al registrarse en la aplicacio´n (apartado
4.1.6).
El proceso que sigue el servicio que se ejecuta despue´s del tercer intento fallido es:
1. Comenzar el proceso de localizacio´n si el GPS esta´ activado.
2. Hacer la fotograf´ıa si la ca´mara dispone de una ca´mara delantera y guardarla.
3. Construir el correo con los datos de los pasos anteriores
4. Enviar correo.
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Figura 4.10: Pantalla de la opcio´n de comprobacio´n de la contrasen˜a.
Deteccio´n de fallos en la introduccio´n de la contrasen˜a
El servicio que se esta´ implementando se debe ejecutar una vez el usuario haya introducido
incorrectamente la contrasen˜a tres veces.
Android proporciona una clase que permite llevar un control sobre los intentos y la posibi-
lidad de actuar cuando se falla al introducir la contrasen˜a. Esta clase es DeviceAdminReceiver.
Para este propo´sito se debe sobrescribir el me´todo onPasswordFailed, que se ejecuta cada vez
que el usuario falla la contrasen˜a, para que realice la accio´n que se desea.
En este caso utilizaremos una clase propia que herede de DeviceAdminReceiver y que sobres-
criba el me´todo de forma que, al tercer fallo de introducir la contrasen˜a, se ejecute el servicio
que se ha creado. Para ello se utilizara´ el me´todo getCurrentFailedPasswordAttempts de la clase
DevicePolicyManager, que lleva la cuenta de los intentos fallidos. Cuando este contador llegue
a tres, se ejecutara´ el servicio.
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Fotograf´ıa del culpable
Android ofrece una gran cantidad de clases destinadas al manejo de los perife´ricos del dis-
positivo. Entre ellas se encuentran las destinadas a controlar las ca´maras del dispositivo desde
la aplicacio´n.
Lo primero que se hace a la hora de realizar la fotograf´ıa es comprobar si el dispositivo tiene
una ca´mara delantera. Para ello utilizamos la clase Camera que permite, entre otras cosas,
conocer el numero de ca´maras del que se dispone y las caracter´ısticas de cada una de ellas. Si
no se encuentra una ca´mara delantera en el dispositivo, se cancela la toma de la fotograf´ıa y se
realiza el env´ıo del correo. Una vez se conoce que el dispositivo tiene una ca´mara delantera se
procede a tomar la fotograf´ıa.
El problema a la hora de realizar la fotograf´ıa es la forma de hacerla. Las clases y me´todos
que proporciona Android no permiten hacerla sin mostrar una previsualizacio´n de lo que se
esta´ fotografiando. Esto supone un problema ya que queremos que la fotograf´ıa sea tomada
en segundo plano sin ningu´n tipo de interaccio´n y confirmacio´n por parte del usuario. Para
solucionar esto se crea una previsualizacio´n personalizada mediante la clase SurfaceView y
su me´todo getHolder. Utilizando e´sto, la clase Camera nos permite capturar ima´genes por la
ca´mara en segundo plano de forma instanta´nea.
Una vez obtenida la imagen, se intenta almacenarla en la tarjeta de almacenamiento externo
si es posible, ya que es donde se suele disponer de mas espacio.
Finalmente se cierra la previsualizacio´n de la ca´mara y el proceso de captura, dando paso
al env´ıo del correo.
Localizacio´n del dispositivo y envio del correo
Para la localizacio´n del dispositivo y el env´ıo del correo se utilizan pequen˜as variaciones en
el co´digo de los servicios tratados en el apartado 4.1.3.
Se cambian las condiciones que construyen el cuerpo del mensaje por unas adaptadas a este
servicio. Se comprueba si se ha podido localizar el tele´fono o no, si se ha podido tomar la foto-
graf´ıa o no, etc. La clase que utilizamos para construir el mensaje del correo es diferente ya que
esta vez se adjunta una imagen en el correo. Por este motivo utilizamos la clase MimeMultipart,
con la que se construye un correo dividido en dos partes: el texto y la imagen.
Pruebas
Para este servicio se sigue un proceso de pruebas similar a los de los anteriores servicios.
Se comprueba que la el servicio env´ıe el correo tanto cuando puede localizar el tele´fono como
cuando no puede. Tambie´n se observa que la imagen enviada al correo es la tomada por la
ca´mara delantera.
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Del mismo modo que ocurr´ıa en las pruebas del apartado 4.1.3, la localizacio´n del dispositivo
varia dependiendo de la situacio´n y el momento. La solucio´n que se implanta para este servicio
es la misma, se env´ıan dos correos. En este caso, el primero de ellos contiene el texto de la
alerta de fallos en la introduccio´n de la contrasen˜a junto con la imagen captada por la ca´mara
delantera. El segundo de ellos contiene un enlace con la localizacio´n del dispositivo.
4.1.5. Delimitacio´n geogra´fica
Despue´s de completar el servicio de comprobacio´n de contrasen˜a, se comenzo´ a desarrollar
el servicio de delimitacio´n geogra´fica. El objetivo de este servicio es comprobar la ubicacio´n del
tele´fono durante un periodo de tiempo. El usuario establece una posicio´n inicial y un radio que
limita la distancia a la que puede desplazarse el dispositivo desde esa posicio´n. Si el tele´fono se
sale del a´rea especificada, se realizan las acciones que el usuario haya indicado (Figura 4.11).
Figura 4.11: Diagrama de flujo del servicio de delimitacio´n geogra´fica.
La pantalla de la aplicacio´n destinada a este servicio (Figura 4.12) utiliza un interruptor
para activar el servicio, un campo nume´rico para indicar el radio que se desea, y un boto´n que
conduce a la pantalla que permite configurar las acciones a realizar en caso de que el tele´fono
se salga del radio (Figura 4.13).
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Figura 4.12: Pantalla de configuracio´n de la delimitacio´n geogra´fica.
Para este servicio se aprovechan las partes de localizacio´n y envio de correos implementadas
en servicios anteriores. La parte nueva de este servicio es la activacio´n de la alarma.
Activacio´n de la alarma
Una vez el tele´fono se sale del radio se activan las acciones que el usuario ha especificado.
Si el usuario tiene activada la opcio´n de hacer sonar una alarma, esta se reproduce al ma´ximo
volumen del dispositivo sin permitir desactivarla hasta que el usuario desbloquee el tele´fono.
Las clases que se utilizan para configurar la alarma son principalmente las clases AudioMana-
ger y Ringtone. La primera permite, entre otras cosas, que se configure el volumen del tele´fono.
Con la segunda se elige el tono a reproducir y con el me´todo play se reproduce. Combinando
ambas clases se consigue hacer sonar el tono a ma´ximo volumen.
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Figura 4.13: Pantalla de acciones de la delimitacio´n geogra´fica.
Pruebas
En este apartado se comprueba que todas las opciones funcionen correctamente. Se prueba
a activar y desactivar las acciones que se hacen tras salirse del radio y se comprueba que se
ejecuten solamente cuando deben.
Se observa que se deben especificar radios relativamente amplios porque la precisio´n del GPS
tiene margenes de error de decenas de metros.
4.1.6. Registro
La primera accio´n que el usuario realiza al ejecutar la aplicacio´n por primera vez es regis-
trarse. El objetivo es que el usuario env´ıe los datos necesarios para la administracio´n remota
del tele´fono al servidor que se desarrolla en el apartado 4.2 y que establezca una contrasen˜a
que permita bloquear el tele´fono cuando sea necesario. Este proceso solo se realiza una vez.
Cuando el usuario se ha registrado de forma satisfactoria se le conduce al menu´ principal de la
37
aplicacio´n.
La pantalla que se muestra al usuario para registrarse le pide introducir un correo electro´nico
y una contrasen˜a (Figura 4.14), que se utilizara´n para la autenticacio´n en la pa´gina web.
Figura 4.14: Pantalla de registro.
Envio de datos al servidor
Cuando se llega a esta parte de la implementacio´n, el servidor aun no ha sido creado. Lo que
se hace es dejar el servicio listo para que cuando se cree el servidor solo se tengan que introducir
pequen˜as modificaciones.
Despue´s de que el usuario introduce los datos del registro, e´stos se env´ıan desde la vista al
controlador para comprobar que las contrasen˜as coincidan y que los campos no este´n vac´ıos.
Una vez comprobado, se env´ıan los datos al servicio.
La tarea que se realiza en el servicio es el env´ıo de los datos al servidor. Para ello se establece
una conexio´n HTTPS mediante un objeto de la clase HttpsUrlConnection. Para que la conexio´n
sea segura se debe de crear un certificado del servidor y se debe an˜adir al objeto de esta conexio´n
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para que la aplicacio´n acceda al servidor correcto.
Los datos que se env´ıan desde este servicio al servidor son los que se recogen en la vista
sumados al ID de registro que se obtiene al registrarse en Google Cloud Messaging cuando se
configuran las notificaciones push en la actividad principal (apartado 4.1.1). Enviando este ID,
el servidor reconocera´ a que dispositivo hay que enviar las notificaciones cuando el usuario se
autentique en la pa´gina web.
Despue´s de configurar el servidor web del apartado 4.2 se hizo que, una vez se registrara el
usuario correctamente en el servidor, se le mostrara un mensaje (Figura 4.15) y se procediera a
la configuracio´n de la contrasen˜a de bloqueo.
Figura 4.15: Pantalla de e´xito al registrarse.
Configuracio´n de la contrasen˜a de bloqueo
Despue´s del registro se le muestra una pantalla al usuario para que introduzca la contrasen˜a
con la que se bloqueara´ el tele´fono en caso de robo o extrav´ıo(Figura 4.16). Esta contrasen˜a
podra´ ser cambiada en una de las opciones de la aplicacio´n. Una vez introducida al contrasen˜a se
env´ıa al usuario al menu´ principal de la aplicacio´n. Esto significa que el registro esta´ completado.
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En las siguientes ejecuciones se mostrara´ el menu´ principal y no la pantalla de registro.
Pruebas
Hasta que no se creo´ el servidor no se hicieron las pruebas de registro. Se configuro´ un servidor
en la red de la empresa para realizar pruebas locales. La aplicacio´n se conectaba correctamente
y recib´ıa los datos de la aplicacio´n para almacenarlos en una base de datos. Cuando no era
posible contactar con el servidor se le mostraba un mensaje al usuario indica´ndole que no tenia
conexio´n a Internet o que el servidor no estaba operativo.
Se comprobo´ que la contrasen˜a de bloqueo se creaba correctamente utilizando los servicios
creados anteriormente, viendo como los bloqueos necesitaban esa contrasen˜a para permitir el
acceso.
Figura 4.16: Pantalla de configuracio´n de la contrasen˜a de bloqueo.
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4.1.7. Borrado de datos
Este es un servicio que se ejecuta exclusivamente cuando se recibe la notificacio´n correspon-
diente desde la aplicacio´n web (apartado 4.2.6). Consiste en restaurar el tele´fono a su configu-
racio´n de fa´brica y borrar la informacio´n del almacenamiento externo que pueda tener.
El servicio utiliza DevicePolicyManager y su me´todo wipeData para restaurar el dispositivo
a su estado de fa´brica sin confirmacio´n. Con el flag WIPE EXTERNAL STORAGE se formatea
tambie´n el almacenamiento externo.
4.1.8. Recibidor de notificaciones
En el apartado 4.1.1 se configuro´ un ID de registro mediante el que la aplicacio´n recibe las
notificaciones push desde Google Cloud Messaging. Pero eso no es suficiente para poder recibirlas
y tratarlas. Es necesario crear una clase que diferencie los para´metros de la notificacio´n que
lleguen a la aplicacio´n y arranque los servicios correspondientes.
La clase que se utiliza es una variante de BroadcastReceiver que se utiliza en el apartado
4.1.3 a la hora de arrancar el servicio al reiniciar el tele´fono. La diferencia es que en esta clase
ya no se comprueba si el evento se corresponde con el de haber completado el reinicio. Lo que se
hace es comprobar los para´metros de la notificacio´n para decidir que servicio hay que arrancar.
Estos para´metros son los que se enviara´n desde el servidor que se crea para la administracio´n
v´ıa Internet en el apartado 4.2.
4.2. Desarrollo de la aplicacio´n web
Lo primero que se hace al llegar a este punto del desarrollo es buscar los lenguajes que se
van a utilizar para implementar el servidor y la base de datos. Dado que el autor del proyecto
tiene experiencia en el uso del lenguaje Python, se decide utilizar Tornado (ver Apendice E.1),
un framework y un conjunto de librer´ıas escritas en dicho lenguaje que permiten, entre otras
cosas, la creacio´n de servidores. Para la base de datos que se crea para almacenar los datos de
registro se utiliza MySQL.
Las clases utilizadas en este apartado pertenecen a Tornado.
4.2.1. Servidor
Se comienza la implementacio´n configurando los para´metros del servidor. La clase HTTPSer-
ver permite que se cree uno. Al constructor de esta clase se le indican algunos de los para´metros
del servidor como el certificado y la llave que le permite establecer conexiones cifradas con el
cliente. Mediante el me´todo listen se le indica el puerto en el que debe escuchar las peticiones.
Tambie´n se le pasa un objeto de la clase Application en el que se declarara´n las URLs de los
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recursos del servidor a los que se puede acceder y los me´todos que tratan las peticiones a estos
recursos.
Para establecer la conexio´n con el servidor de Google Cloud Messaging se utiliza la librer´ıa
externa python-gcm (https://github.com/geeknam/python-gcm). Esta librer´ıa nos proporciona
la clase GCM en cuyo constructor se introduce una clave generada en el proyecto de Google
Developers Console, que se creo´ al preparar las notificaciones push en el apartado 4.1.1, que
permite identificar el servidor que se esta´ creando en el servidor de Google Cloud Messaging
para que e´ste sepa a que dispositivos tiene que enviar las notificaciones.
Lo ultimo que se configura al arrancar el servidor es la conexio´n a la base de datos. Para
hacerlo se utiliza la clase Connexion de la librer´ıa torndb (https://github.com/bdarnell/torndb).
Mediante esta conexio´n se accede a los datos que los usuarios enviaron a la aplicacio´n en el
proceso de registro del apartado 4.1.6, entre otros.
4.2.2. Autenticacio´n
Una vez configurados los para´metros del servidor, se pasa a la implementacio´n de los me´todos
que tratan las peticiones.
La primera peticio´n que se implementa es la de autenticacio´n. Se utiliza un sistema de se-
siones gestionadas mediante cookies que son soportadas por Tornado. Este sistema se basa en
utilizar cookies cifradas para guardar la informacio´n del usuario en el navegador. Los me´todos
que traten las peticiones del navegador hacia el servidor comprueban que el usuario este´ au-
tenticado leyendo la cookie correspondiente y, si no se encuentra, se redirige al usuario hacia la
pantalla de autenticacio´n.
Los me´todos utilizados para tratar las peticiones se implementan extendiendo la clase Re-
questHandler. Cada una de las clases que extendamos respondera´ a alguna URL y tratara´ la
peticio´n asociada.
La clase que se utiliza para la autenticacio´n recoge la informacio´n de la pantalla de login
(Figura 4.17) y comprueba que en la base de datos exista una entrada con esos datos. Si existe
se crea una cookie en el navegador mediante el me´todo set secure cookie. Si no, se muestra un
mensaje de error (Figura 4.18). Una vez autenticados, el resto de me´todos comprobara´n que la
cookie este´ presente antes de ejecutar su co´digo.
Para cerrar sesio´n se crea otra clase que simplemente elimina la cookie y redirige a la pantalla
de login.
4.2.3. Recuperacio´n de contrasen˜a
Se implementa un sistema para permitir al usuario cambiar de contrasen˜a en caso de que se
le olvide o quiera cambiarla. El sistema es similar al que se utiliza en la mayor´ıa de pa´ginas web
que manejan cuentas. Primero se le pide al usuario que introduzca el correo de su cuenta (Figura
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Figura 4.17: Pa´gina de autenticacio´n de la aplicacio´n web.
4.19). Cuando el usuario lo introduce, se crea un token que se le env´ıa por correo mediante la
librer´ıa tornadomail (https://github.com/equeny/tornadomail) y que se introduce adema´s en
su entrada de la base de datos.
En el correo que recibe el usuario se encuentra con un enlace a la pa´gina para cambiar su
contrasen˜a (Figura 4.20). En la URL viene incluido el token y en los campos introducira´ la
nueva contrasen˜a. Si el token que recibe el servidor desde ese formulario se corresponde con
el que contiene su entrada en la base de datos, se efectu´a el cambio (Figura 4.22). Si no se
corresponde, se muestra un mensaje de error (Figura 4.21).
4.2.4. Localizacio´n
Realizar la localizacio´n del tele´fono desde la pagina web es muy similar a lo visto en el
apartado 4.1.2. La diferencia radica a la hora de transmitir los datos, ya que no se muestran
por pantalla sino que se env´ıan al servidor. La pestan˜a de pagina web para la localizacio´n es
similar a la pantalla que se utiliza para este servicio en la aplicacio´n mo´vil (Figura 4.23).
El procedimiento que se sigue para tratar estas peticiones es muy similar al que se utiliza
en el resto. Se consulta la cookie para utilizar la informacio´n de autenticacio´n y encontrar la
entrada correspondiente en la base de datos. Haciendo esto se obtiene lo necesario para enviar
la notificacio´n al tele´fono del usuario, el ID de registro del tele´fono en el servidor de Google
Cloud Messaging.
Se empaquetan los datos que indican que se quiere localizar el tele´fono y se env´ıan mediante
la librer´ıa de python-gcm al servidor de GCM para que e´ste lo reenv´ıe al tele´fono correspondiente.
El tele´fono recibe los datos y actu´a conforme a lo indicado en el apartado 4.1.8. Despue´s los
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Figura 4.18: Pa´gina de fallo en la autenticacio´n de la aplicacio´n web.
datos son enviados desde la aplicacio´n mo´vil al servidor y este los almacena en la base de datos,
desde donde sera´n le´ıdos para mostrarlos en la pa´gina web.
4.2.5. Bloqueo y alarma
Esta seccio´n de la aplicacio´n web permite al usuario enviar notificaciones al tele´fono para
que inicie el servicio que hace sonar la alarma y/o el servicio que bloquea el tele´fono con
una contrasen˜a. En la pa´gina se muestra un conmutador para cada servicio, an˜adiendo en el
de bloqueo un campo para especificar la contrasen˜a con la que se desea bloquear el tele´fono
(Figura 4.24).
La forma de proceder es la misma que la utilizada en el apartado anterior, salvo que esta
vez los datos que se env´ıan al tele´fono indican que los servicios que se han de arrancar son los
correspondientes a estas acciones.
4.2.6. Borrado de datos
El borrado de datos se puede realizar exclusivamente desde la aplicacio´n web. La pa´gina
web dispone de un u´nico conmutador que inicia este servicio (Figura 4.25). Como medida de
proteccio´n se utiliza una pantalla intermedia de confirmacio´n(Figura 4.26).
El proceso sigue el mismo patro´n que los anteriores, enviando esta vez una notificacio´n que
le indique a la aplicacio´n mo´vil que inicie el servicio de borrado.
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Figura 4.19: Pa´gina para solicitar cambio de contrasen˜a.
Figura 4.20: Pa´gina para cambiar la contrasen˜a.
4.2.7. Pruebas
La aplicacio´n web utiliza muchos de los servicios que se probaron cuando se desarrollaba la
aplicacio´n mo´vil, por lo que las pruebas realizadas en este apartado se centran en probar las
conexiones con los tele´fonos, comprobar las operaciones sobre la base de datos, probar que se
funciona la recuperacio´n de la contrasen˜a de la autenticacio´n web.
4.3. Resultados
Despue´s de haber realizado las pruebas sobre la parte web se hab´ıa llegado ya al limite
de la estancia en la empresa. El resultado que se obtuvo fue, por un lado, una aplicacio´n web
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Figura 4.21: Mensaje de fallo en el cambio de contrasen˜a.
Figura 4.22: Mensaje de e´xito en el cambio de contrasen˜a.
que se comunica con el dispositivo para realizar ciertas acciones. Las pruebas que se hicieron
utilizaron la red de la empresa como medio de comunicacio´n. Es posible que la parte web
estuviera sujeta a cambios al ponerla en funcionamiento en Internet al tener que manejar un
nu´mero mas elevado de tra´fico. Por otro lado, se completo´ la aplicacio´n para mo´viles con todas
las tareas que se hab´ıan especificado con algunas mejoras. No se pudo llegar a integrar con la
aplicacio´n principal, queda´ndose implementado un mo´dulo independiente y funcional.
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Figura 4.23: Pa´gina de localizacio´n de la aplicacio´n web.
Figura 4.24: Pa´gina de administracio´n de la alarma y el bloqueo.
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Figura 4.25: Pa´gina de borrado de la aplicacio´n web.




En este cap´ıtulo se describira´ lo que se ha aprendido en el transcurso del proyecto. Se tendra´n
en cuenta las asignaturas que han sido u´tiles y las experiencias que se han trabajado durante
el desarrollo.
5.1. Consideraciones te´cnicas
El proyecto desarrollado en esta memoria ha supuesto una nueva experiencia para el autor.
La diversidad de las tareas que deb´ıa realizar la aplicacio´n han llevado a la ampliacio´n de
conocimientos en diversos temas. Entre las consideraciones mas importantes en el desarrollo se
encuentran las siguientes:
Planificacio´n: La estimacio´n de tiempo asignada a cada tarea fue la clave para poder
realizar el proyecto dentro del plazo establecido. Si bien no siempre se pudo seguir tal
estimacio´n, sirvio´ de gu´ıa para conocer en todo momento el progreso y para realizar los
ajustes necesarios en el desarrollo.
Solucio´n auto´noma de problemas: Parte de aprender el funcionamiento de las tecnolog´ıas
o herramientas que se utilizan incluye tambie´n ser capaz de solucionar los problemas.
En este proyecto el autor ha programado por primera vez una aplicacio´n para mo´viles
Android, por lo que tuvo que ser capaz de solucionar todos los problemas que le surgieron
durante el desarrollo debido a la falta de experiencia. Es importante saber solucionar los
problemas que se presenten para poder tener e´xito y saber afrontar futuros proyectos.
Pruebas: Es una de las partes mas importantes en el desarrollo de software. No solo se
deben realizar al final sino tambie´n durante el desarrollo. Realizar pruebas sobre cada
tarea realizada supuso que no se repitieran los mismos errores en la implementacio´n en
otras tareas y, por lo tanto, se ahorro´ tiempo.
Aprovechar co´digo: Es una parte fundamental en la programacio´n. Al programar diferentes
tareas se puede observar que las tareas mas complejas suelen estar formadas por el conjunto
de otras mas simples. En este proyecto hubo tareas que necesitaban los mismos servicios
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repetidas veces, por lo que compartir esos fragmentos de co´digo entre tareas fue clave para
ahorrar en espacio y en trabajo.
Uso de APIs: Durante el desarrollo del proyecto el autor comprendio´ la utilidad de utilizar
APIs para realizar tareas que hubieran sido costosas de programar y hubieran requerido
un mayor nu´mero de recursos. Su uso ha significado disponer de abundante documentacio´n
y soluciones a problemas t´ıpicos.
5.2. Consideraciones acade´micas
En el desarrollo del proyecto se utilizaron una gran cantidad de conceptos y procedimientos
tratados en asignaturas cursadas en la carrera. Entre las mas relevantes se encuentran las
siguientes:
• Asignaturas relacionadas con la programacio´n como: EI1004, EI1008, EI1013, etc.
Estas asignaturas ensen˜aron al autor como programar y diversos lenguajes de pro-
gramacio´n como Java, el que se utiliza principalmente en este proyecto.
• Asignaturas relacionadas con las redes como la EI1015 y la EI1051. En estas asig-
naturas se adquirieron conocimientos que fueron u´tiles a la hora de conectar la apli-
cacio´n mo´vil con la aplicacio´n web.
• Asignaturas relacionadas con las bases de datos como la EI1020 y la EI1052 en-
sen˜aron conceptos necesarios en este proyecto para saber como manejar la base de
datos del servidor.
• La asignatura de seguridad informa´tica EI1034 ensen˜o´ los fundamentos para crear
conexiones seguras con certificados que se utilizan en este proyecto para conectar el
dispositivo con el servidor.
• La asignatura de tecnolog´ıas web EI1042 y la de tecnolog´ıas emergentes EI1053
proporcionaron los fundamentos las mas u´tiles para el desarrollo de toda la parte
web del proyecto.
5.3. Consideraciones finales
El proyecto ha supuesto el primer contacto del autor con el mundo laboral. Se ha aprendido
una nueva forma de trabajar colaborando con personas de diferentes departamentos en el
desarrollo de la aplicacio´n.
Tambie´n ha sido el primer contacto con la programacio´n para dispositivos mo´viles. Se
han aprendido una gran cantidad de conceptos durante la investigacio´n que sera´n de gran
utilidad para futuros desarrollos tanto de aplicaciones mo´viles como de aplicaciones en
general.
Por u´ltimo remarcar que utilizar gran parte de los conocimientos adquiridos en la carrera





Figura A.1: Logo de Android
Android es un sistema operativo basado en el nu´cleo de Linux. Esta´ orientado principalmente
para dispositivos mo´viles con pantalla ta´ctil. Es capaz de procesar las entradas ta´ctiles del
dispositivo como tocar, deslizar, pellizcar, etc., para manipular los objetos de la pantalla y
mostrar una respuesta al usuario.
La estructura del sistema operativo Android se compone de aplicaciones que se ejecutan en
un framework Java de aplicaciones orientadas a objetos sobre el nu´cleo de las bibliotecas de
Java en una ma´quina virtual Dalvik con compilacio´n en tiempo de ejecucio´n.
Las aplicaciones pueden ejecutar servicios que llevan cabo tareas en segundo plano, sin inter-
accionar con el usuario. Para que un servicio esta´ activo, tambie´n lo ha de estar la aplicacio´n que
lo ejecuta. La plataforma Android ofrece una gran cantidad de servicios predefinidos, disponibles






Figura B.1: Logo de Android Studio
Android Studio es un entorno de desarrollo integrado para la plataforma Android. Fue desa-
rrollado por Google y reemplazo´ a Eclipse como el IDE oficial para el desarrollo de aplicaciones
para Android. Utiliza una licencia de software libre Apache 2.0, esta´ programado en Java y es
multiplataforma. Sus principales caracter´ısticas son:
Renderizacio´n en tiempo real
Consola de desarrollador: consejos de optimizacio´n, ayuda para la traduccio´n, estad´ısticas
de uso.
Soporte para construccio´n basada en Gradle.
Refactorizacio´n especifica de Android y arreglos ra´pidos.
Herramientas Lint para detectar problemas de rendimiento, usabilidad, compatibilidad de
versiones, y otros problemas.
Plantillas para crear disen˜os comunes de Android y otros componentes.
Soporte para programar aplicaciones para Android Wear.
Posibilita el control de versiones accediendo a un repositorio desde el que poder descargar
Mercurial, Git, Github o Subversion.
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Vista previa en diferentes dispositivos y resoluciones.
Editor de disen˜o que muestra una vista previa de los cambios realizados directamente en
el archivo xml.
B.2. Google Developers Console
Es una herramienta para desarrolladores que permite controlar de tra´fico de datos, la au-
tenticacio´n y la informacio´n facturacio´n para las APIs de Google que utiliza un proyecto.
En la Google Developers Console, un proyecto es la coleccio´n de configuraciones, credenciales
y metadata acerca de las aplicaciones con las que se trabaja que utilizan las APIs de desarrollo
de Google o los recursos de Google Cloud. La consola permite el control sobre estos aspectos del
proyecto, como generar credenciales para las APIs, activar ciertas APIs, etc.
Hay dos maneras de identificar un proyecto:
El ID del proyecto es un identificador u´nico y se utiliza solo en la Developers Console. Se
puede elegir siempre que no se repita con el de otro proyecto existente o bien se puede
utilizar el asignado por defecto.




C.1. Google Cloud Messaging
Figura C.1: Logo de Google Cloud Messaging
Google Cloud Messaging (GCM) es un servicio que permite a los desarrolladores enviar men-
sajes en diferentes plataformas, como Android, iOS y Chrome. Por ejemplo, un servidor puede
enviar mensajes directamente a un u´nico dispositivo, a un grupo de dispositivos o a dispositivos
suscritos a determinadas normas. De la misma manera, la aplicacio´n de un dispositivo puede
enviar mensajes directamente a un servidor y a los dispositivos que pertenezcan al mismo grupo.
Una implementacio´n utilizando GCM esta´ compuesta por un servidor de conexio´n de Google,
un servidor en un entorno propio que se comunica con el servidor de Google mediante el protocolo
HTTP o el XMPP, y una aplicacio´n cliente
C.2. Google Maps Android API
Es una de las APIs de Google Maps orientada a su uso en aplicaciones para dispositivos An-
droid que permite incluir mapas basados en datos de Google Maps. La API gestiona automa´ti-
camente el acceso a los servidores de Google Maps, la descarga de los mapas, el mostrarlos en la
aplicacio´n y la respuesta a los eventos realizados sobre el mapa. Tambie´n se pueden utilizar las
llamadas a la API para an˜adir marcadores, pol´ıgonos y capas al mapa ba´sico. Estos elementos
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Figura C.2: Estructura de Google Cloud Messaging
proporcionan informacio´n adicional y permiten la interaccio´n del usuario con el mapa.
La API permite an˜adiro los siguientes elementos gra´ficos:
Iconos anclados a una determinada posicio´n del mapa. (Marcadores).
Conjuntos de segmentos de lineas. (Pol´ılinea)
Segmentos agrupados y cerrados (Pol´ıgonos)
Ima´genes en mapa de bits.




D.1. Simple Mail Transfer Protocol (SMTP)
El Simple Mail Transfer Protocol (SMTP) o “protocolo para transferencia simple de correo”,
es un protocolo de red utilizado para el intercambio de mensajes de correo electro´nico entre
computadoras u otros dispositivos (PDA, tele´fonos mo´viles, etce´tera).
El funcionamiento de este protocolo se da en l´ınea, de manera que opera en los servicios de
correo electro´nico. Sin embargo, este protocolo posee algunas limitaciones en cuanto a la recep-
cio´n de mensajes en el servidor de destino (cola de mensajes recibidos). Como alternativa a esta
limitacio´n se asocia normalmente a este protocolo con otros, como el POP o IMAP, otorgando
a SMTP la tarea espec´ıfica de enviar correo, y recibirlos empleando los otros protocolos antes
mencionados (POP O IMAP).
SMTP es un protocolo orientado a la conexio´n basado en texto, en el que un remitente de
correo se comunica con un receptor de correo electro´nico mediante la emisio´n de secuencias de
comandos y el suministro de los datos necesarios en un canal de flujo de datos ordenado fiable,
normalmente un protocolo de control de transmisio´n de conexio´n (TCP). Una sesio´n SMTP
consiste en comandos originados por un cliente SMTP (el agente de inicio, emisor o transmisor)
y las respuestas correspondientes del SMTP del servidor (el agente de escucha, o receptor) para






Tornado es un framework web escrito en Python y una librer´ıa para el manejo de redes
de forma as´ıncrona. Mediante el uso de la red no-bloqueo de E / S, Tornado puede escalar a
decenas de miles de conexiones abiertas, lo que es ideal para LongPolling, WebSockets, y otras
aplicaciones que requieren una conexio´n de larga duracio´n a cada usuario.
Figura E.1: Logo de Tornado
Tornado esta´ dividido en cuatro componentes principales:
Un framework web.
Implementaciones HTTP del lado el cliente y del lado del servidor (HTTPServer y
AsyncHTTPClient)
Una librer´ıa de red as´ıncrona que sirve para construir las partes HTTP y crear otros
protocolos.
Una librer´ıa de corrutinas que permite escribir co´digo as´ıncrono de forma directa que
mediante callbacks.
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