Interpolation methods for point cloud rendering by KORDEŽ, JAKA
Univerza v Ljubljani
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Povzetek
Naslov: Interpolacijske metode za upodabljanje oblakov točk
S tem, ko naše naprave postajajo pametneǰse, naraščajo potrebe po zaje-
manju okolice v digitalno obliko. Poleg načinov samodejne analize teh podat-
kov je pomembna tudi njihova vizualizacija za uporabnika. Učinkovit algori-
tem, ki v realnem času izrǐse prepričljivo rekonstrukcijo skeniranega modela,
je pri tem ključnega pomena. V tem delu je opisanih pet pristopov za upoda-
bljanje oblakov točk. Nekateri so enostavni in le uporabljajo funkcionalnosti
grafičnih kartic, drugi pa poskušajo izbolǰsati upodobitev s pomočjo inter-
poliranja barv. Iz pristopov izhaja sedem različnih implementacij v okolju
Rendercore. Opisan je tudi predlog novega algoritma, ki poskuša odpraviti
nekatere pomankljivosti ostalih. Vsem osmim algoritmom je izmerjen čas
upodabljanja, rezultat pa je primerjan z mrežno rekonstrukcijo modela. Pri
tem predlagani algoritem doseže najbolǰsi rezultat v kvalitativnem smislu.
Ključne besede
računalnǐstvo in informatika, računalnǐska grafika, oblaki točk

Abstract
Title: Interpolation methods for point cloud rendering
As our electronic devices are becoming more sophisticated, the needs to
capture the environment in a digital form are growing. In addition to the
ways of automatically analysing the data, the visualization of the respective
data is also important for the user. Therefore, an efficient algorithm that
plots a convincing reconstruction of the scanned model in real time is essen-
tial. This thesis describes five approaches to rendering point clouds. Some of
the approaches are simple and only use the functionality of graphics cards,
while others try to improve the rendering by interpolating colours. Seven
different implementations in the Rendercore framework are derived from the
approaches. A proposal for a new algorithm, which tries to eliminate some of
the shortcomings of the others, is also described. Rendering time is measured
for all eight algorithms, and the result is compared with a mesh reconstruc-
tion of the model. In qualitative terms, the proposed algorithm achieves the
best results.
Keywords
computer science, computer graphics, point clouds

Poglavje 1
Uvod
Skenerji objektov v treh dimenzijah nam omogočajo shranjevanje predmeta
ali okolice v digitalni tridimenzionalni model. To storijo tako, da izmerijo
razdaljo do točk na predmetu in s pomočjo svojega položaja in orientacije
izračunajo položaj izmerjene točke v prostoru. Rezultat takega skeniranja
je množica točk, ki ležijo na površini predmeta, kar imenujemo oblak točk.
Omenjeni skenerji se vse pogosteje pojavljajo na samovozečih avtomobilih
z namenom zaznavanja okolice [1], letalih za izdelave natančnih posnetkov
zemljinega površja [2] ter v industriji ali umetnosti, kot orodje za hitro di-
gitalizacijo fizičnih predmetov [3]. Ljudje informacije najlažje sprejmemo in
razumemo, če so nam podane v vizualni obliki. Upodabljanje takih mode-
lov je zato eden pomembneǰsih členov navedenih delovnih procesov. Želimo
si algoritma za prikaz oblaka točk, katerega rezultat bo čim bolj podoben
fotografiji, ki bi jo lahko posneli iz istega zornega kota.
Poleg kvalitete prikaza je zelo pomembna tudi hitrost delovanja. To še
posebej velja za primere, ko se okolica hitro spreminja oziroma se senzor pre-
mika po prostoru. Na samovozečih avtomobilih se pogosto uporablja senzor
Velodyne HDL-64E, ki omogoča zajemanje posnetkov s frekvenco od 5 do 20
Hz. To pomeni, da lahko v skrajnem primeru, vsakih 50 milisekund, iz njega
dobimo povsem nov oblak točk. Algoritem za upodabljanje mora torej delo-
vati na originalnih podatkih in ne sme vključevati kakšnih zamudnih korakov
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predprocesiranja.
Točke iz oblaka lahko upodobimo z izrisovanjem kvadratov enakih veli-
kosti na zaslon [4]. Za pravilno upoštevanje prekrivanj jih moramo izrisovati
po vrsti, od najbolj oddaljenih do najbližjih. Tak prikaz je enostaven za im-
plementacijo in ni računsko zahteven, ima pa določene pomanjkljivosti. Na
površinah, ki so bolj oddaljene od gledalca, bodo točke bolj gosto razporejene
in se bodo pike na zaslonu prekrivale. Drug problem pa nastane pri bližjih
površinah, kjer med točkami nastanejo luknje. V prvem primeru bodo neka-
tere točke prekrivale svoje sosede in bo prikaz površine zato nenatančen, v
drugem pa se bo videlo skozi površino.
Rešitev omenjenega problema bi bil algoritem za upodabljanje oblakov
točk, ki bi na območjih z gosto porazdelitvijo točk ustrezno združeval barve
v piksle in preprečil prekrivanje. Na drugi strani bi na redkeǰsih območjih,
s pomočjo okolice, zapolnjeval vmesne prostore med piksli. Tak algoritem
navadno uporablja neko vrsto interpolacije, ki skrbi za ustrezno prehajanje
vrednosti od ene točke do druge. To lahko stori tako, da oblak najprej
projicira na platno, nato pa barvo v praznih pikslih izračuna z matematično
formulo, ki je odvisna od vrste interpolacije.
Pri vsakem izrisovanju neprosojnega predmeta so posamezni deli vedno
zakriti. Že pri enostavni votli kocki nam sprednja stranica vedno zakriva
pogled na zadnjo. Ko tak predmet predstavimo z oblakom točk, ohranimo
le posamezne točke na površini. Ob projiciranju teh točk na platno izgu-
bimo informacijo o globini, točke zakritih ploskev se pomešajo s sprednjimi,
rezultat pa je nepravilen prikaz. Idealen prikazni algoritem bi zato moral
identificirati točke, ki ležijo na isti ploskvi, in pravilno upoštevati njihova
prekrivanja. Pri tem se zastavlja vprašanje: katere točke pripadajo isti plo-
skvi? Za njih mora veljati, da imajo čim bolj podobno usmerjene vektorje
normal (vektorji t, u, v in w na sliki 1.1). Poleg tega mora biti vektor, ki kaže
od ene točke do druge, čim bolj pravokoten na normalo (koti α, β in γ na
sliki 1.1). Vse to močno poveča računsko zahtevnost, saj moramo najprej za
vsako točko izračunati normale, ugotoviti pripadnosti ploskvam, odstraniti
3
zakrite točke in nazadnje še prikazati sliko s pomočjo interpolacije.
Slika 1.1: Točke, ki pripadajo isti ploskvi, imajo podobno usmerjene nor-
male, vektorji od ene točke do druge pa so skoraj pravokotni na vektorje
normal.
Še en možen pristop izrisovanja, ki pravilno upošteva zakrivanja, je z re-
konstrukcijo ploskev in njihovim upodabljanjem. Eden od možnih načinov
je pretvorba v mrežni model z uporabo Delaunayeve triangulacije [5]. Če
oblak točk predstavlja model v eni ravnini, kot je na primer posnetek nekega
območja iz letala, zadostuje že dvodimenzionalna triangulacija projiciranih
točk na ravnino. V nasprotnem primeru moramo pri bolj kompleksnih mo-
delih uporabiti tridimenzionalno triangulacijo. Obe možnosti zaradi komple-
ksnosti algoritma pri večjem številu točk potrebujeta preveč časa, da bi jih
lahko uporabili za aplikacijo v realnem času [6].
V tem magistrskem delu smo implementirali različne načine prikaza obla-
kov točk v realnem času. Na podlagi opažanj smo razvili svoj algoritem. Z
njim smo poskušali doseči bolǰso kvaliteto prikaza ali pa večjo učinkovitost.
Za vsak implementiran algoritem smo analizirali implementacijo v ogrodju
WebGL in jo performančno ovrednotili z merjenjem izvajalnega časa. Prikaze
smo tudi primerjali z mrežno predstavitvijo modela in jih tako kvalitativno
ovrednotili. S pomočjo rezultatov je možno ugotoviti, katera metoda je za
dan primer uporabe najbolj primerna.
V Poglavju 2 so opisani oblaki točk in tehnologije, ki smo jih uporabljali
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pri delu. Opisano je tudi delo na tem področju, opravljeno s strani drugih
raziskovalcev. Poglavje 3 opisuje vse obstoječe algoritme, ki smo jih imple-
mentirali, kot tudi predlog novega algoritma. V Poglavju 4 je predstavljena
performančna in kvalitativna analiza algoritmov in njeni rezultati. Ugotovi-
tve in predlogi za nadaljnje delo so navedeni v Poglavju 5.
Poglavje 2
Pregled področja
Preden začnemo z reševanjem zastavljenega problema, je dobro pregledati
opravljene raziskave s tega področja. V tem poglavju bodo opisana dela na
temo upodabljanja oblakov točk. Nato sledi še opis koncepta interpolacije in
uporabljenih tehnologij.
2.1 Upodabljanje oblakov točk
Problem izrisovanja oblakov točk s pomočjo interpolacije so obravnavali že
drugi raziskovalci. Članek [7] opisuje algoritem za naravno interpolacijo.
Najprej za podane točke zgradi Voronoijev diagram, nato pa izračuna manj-
kajoče dele s pomočjo utežene vsote najbližjih sosedov.
Podoben algoritem uporabljata tudi študenta v poročilih [8] in [9], le da
točke vzorčita iz slike namesto oblaka točk. Opisani postopek predstavlja
izgubno kompresijo slike, saj se že z 10.000 točkami izračuna dober približek
slike, ki ima sicer dimenzije 300× 300 pik.
Avtorji v [10] uporabljajo paraboloide, sfere in stožce, katerih obliko po-
pravijo glede na projekcijsko matriko. S tem dosežejo pravilnešjo rekonstruk-
cijo tekstur na površinah.
Za razliko od takih neprosojnih objektov se uporabljo tudi prosojne pa-
cke [11] v kombinaciji z odloženim upodabljanjem [12]. Luknje med njimi
5
6 POGLAVJE 2. PREGLED PODROČJA
se lahko zapolnijo na več različnih načinov. Uporablja se metoda eliptično
uteženega povprečenja (angl. Elliptically Weighted Average) [13, 14], ki skrbi
tudi za preprečevanje šuma na območjih z vǐsjo gostoto točk. Tak pristop je
implementiran tudi v spletnem pregledovalniku Potree [15].
V delu [16] je upodabljanje oblaka točk nadgrajeno z zaznavanjem plasti.
Točke s podobnimi normalami, ki so dovolj blizu skupaj, so verjetno zaznane
z iste površine in zato pripadajo isti plasti. Z upoštevanjem vrstnega reda za-
znanih plasti nato prepreči pojavljanje točk iz ozadja. Za zaznavanje površin
in iskanje najbližjih sosedov uporablja tako imenovan algoritem Jump Flo-
oding [17, 18]. Ta deluje tako, da manjkajočim točkam ǐsče sosede v osmih
smereh, ki se ne spreminjajo. Razdalja iskanja se vsako iteracijo prepolovi,
zato lahko obdela celotno sliko v log2(h) iteracijah, kjer je h dimenzija slike.
Raziskave se odvijajo tudi v smeri popravljanja oblakov točk na tak način,
da algoritem zazna luknje in jih poskuša zapolniti z umetno ustvarjenimi
točkami [19]. Tak pristop lahko močno olaǰsa upodabljanje, saj lahko za-
gotovi oblak z resnično enakomerno gostoto točk. Metoda, opisana v [20],
potrebuje za svoje delovanje mrežni model skeniranega objekta, medtem ko
druge [21, 22] poskušajo luknje zapolniti s pomočjo delov oblaka točk v bližnji
okolici.
Članka [23, 24] prav tako opisujeta zapolnjevanje lukenj v oblakih točk.
Tu gre predvsem za luknje v modelih terena. Te nastanejo zaradi kosov
površja, ki so skriti pod rastjem ali pa imajo tak kot naklona, da jih senzor
na letalu ne zazna. V članku [25] je problem razširjen še na rekonstrukcijo
sten stavb. Pri tem so uporabljeni vektorski zemljevidi z označenimi tlorisi
stavb. Algoritmi s tega področja uporabljajo metode, ki delujejo v treh
dimenzijah in se izračunajo vnaprej. V našem primeru pa želimo popravljati
sliko, ko je ta že projicirana na platno.
V zadnjem desetletju so z napredkom zmogljivosti računalnikov v ospredje
prǐsle tudi različne metode globokega učenja. V [26] se oblak točk najprej
izrǐse z objekti fiksnih velikosti, nato pa sliko obdela globoki model, ki za-
polni nastale luknje. Model je naučen s pomočjo umetno izdelanih prime-
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rov: na mrežnih modelih je bilo simulirano snemanje z LIDAR skenerjem,
kot referenca pa se je uporabila neposredna upodobitev mrežnega modela.
Pri izgradnji globokega modela je možno uporabiti več plasti [27] in s tem
zmanǰsati občutljivost na šum. Članek [28] rešuje enak problem, le da po-
leg zapolnjevanja lukenj določi tudi barve točk. Vhod je namreč neobarvan
oblak, rezultat pa umetno ustvarjena slika, ki se lahko razlikuje glede na iz-
bran letni čas. Za delovanje uporablja pogojno kontradiktorno mrežo (angl.
Conditional Adversarial Network). Prikaz v realnem času ni cilj omenjenih
člankov, zato o hitrosti upodabljanja ni napisanega prav veliko. Njihova
prednost je predvsem v tem, da za razliko od interpolacijskih metod, pra-
viloma dajejo bolj ostre in podrobnosti polne slike. Globoki model namreč
poskuša manjkajoče dele zapolniti z vzorci, naučenimi na učnih podatkih.
Kot smo omenili v Uvodu, je oblak točk možno upodobiti s prikazom
rekonstrukcije njegovih ploskev [29]. Obstajajo metode, ki dobro delujejo na
zbirkah z neenakomerno gostoto točk [30, 31, 32], veliko šumnimi točkami [33,
34, 35, 36] ali manjkajočimi točkami [37, 38, 39]. Nekatere za optimalen
rezultat potrebujejo barvno sliko [40, 41, 42], druge pa so interaktivne in
potrebujejo pomoč uporabnika [43, 44]. Vse omenjene metode potrebujejo
veliko časa za procesiranje in niso primerne za prikaz v realnem času.
2.2 Interpolacija
Interpolacija je postopek, pri katerem ocenimo vrednost zvezne funkcije v
neki točki, kadar imamo podane le posamezne vrednosti točk v okolici. Omo-
goča nam, da nezvezen niz vrednosti pretvorimo v zvezno funkcijo. Večina in-
terpolacijskih metod to stori tako, da podatkom funkcijo aproksimira, manj-
kajoče podatke pa izračuna iz njene formule. Najpreprosteǰsa je linearna in-
terpolacija, ki vrednost izračuna z uteženo vsoto dveh sosednjih vrednosti po
enačbi 2.1. Poznamo tudi kubično interpolacijo, ki namesto linearne funkcije
podatkom aproksimira polinom tretje stopnje. Ta se pogosto uporablja pri
risanju Bézierovih krivulj. Za to metodo moramo vzeti štiri sosednje točke,
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izračun je računsko bolj zahteven, vendar pa je rezultat veliko natančneǰsi.
Enačba 2.1 Enačba za izračun linearne interpolacije.
f(x) = v1 ∗ t+ v2 ∗ (1− t) (2.1)
Interpolacijo lahko izvajamo tudi v vǐsjih dimenzijah. V dvodimenzio-
nalnem prostoru se namesto linearne uporablja tako imenovana bilinearna
interpolacija. Med dvema paroma točk najprej izvede linearno interpola-
cijo po eni dimenziji, nato pa interpolira še med dobljenima vrednostima po
drugi dimenziji. Enako je bikubična interpolacija dvodimenzionalni ekviva-
lent kubični, ki namesto štirih uporabi šestnajst najbližjih točk in ob večji
računski zahtevnosti daje bolǰse rezultate.
2.3 OpenGL
OpenGL [45] je programski vmesnik (angl. Application Programming Inter-
face) za prikaz grafike v dveh ali treh dimenzijah. Programerjem omogoča
lažjo interakcijo z grafično kartico. Zasnovan je v obliki grafičnega cevo-
voda (slika 2.1), ki v več korakih obdela vhodne podatke in rezultat zapǐse
v slikovni medpomnilnik (angl. frame buffer). Omogoča nam programira-
nje delovanja cevovoda s pomočjo senčilnikov (angl. shaders). Gre za kratke
programe, napisane v jeziku GLSL, ki se izvedejo v posameznih stopnjah
cevovoda. Vsi ukazi za izris pridejo iz našega glavnega programa, napisa-
nega v poljubnem programskem jeziku, in so preko OpenGL knjižnice po-
slani grafični kartici. Za prikaz moramo najprej pripraviti vhodne podatke.
To so običajno seznami vektorjev, ki predstavljajo na primer položaje točk v
prostoru, njihove barve ali vektorje normal. Posamezna vrstica v teh sezna-
mih predstavlja eno oglǐsče in je običajno del večjega geometrijskega objekta.
Vsako oglǐsče vstopi v prvi del grafičnega cevovoda tako, da se nad njim iz-
vede senčnilnik oglǐsč (angl. vertex shader). V njem lahko točko poljubno
transformiramo ali kako drugače spremenimo njene atribute. V drugem ko-
raku se oglǐsča sestavijo v primitive. To so lahko točke, črte ali trikotniki,
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podani na različne načine. Primitivi, ki zaradi transformacij njihovih oglǐsč,
niso ostali v vidnem polju, ne bodo vidni na končni sliki in jih zato na
tem mestu izločimo. Tretji korak iz primitivov ustvari fragmente s pomočjo
postopka, imenovanega rasterizacija. Fragment si lahko predstavljamo kot
točko na končni sliki, ki predstavlja primitiv. Poleg svoje lokacije vsebuje
tudi barvo in ostale atribute, interpolirane iz sosednjih oglǐsč. Naslednji ko-
rak s pomočjo senčilnika fragmentov (angl. fragment shader) obdela vsak
fragment. Na tem mestu se fragmentom določi končna barva, ki bo zapi-
sana v slikovni medpomnilnik. Ta se lahko izračuna iz vhodnih podatkov,
lahko pa se uporabijo tudi teksture ali druge konstantne spremenljivke. Vsak
fragment ima poleg barve določeno tudi globino, ki jo lahko poljubno spre-
menimo. Globina se nato uporabi za globinski test (angl. depth test), ki
ugotovi, kateri fragmenti so prekriti s strani drugih in jih na podlagi tega
izloči. V zadnjem koraku se preostali fragmenti zapǐsejo na ustrezna mesta
v medpomnilnik in slika je pripravljena za prikaz.
Slika 2.1: Stopnje grafičnega cevovoda vmesnika OpenGL.
V preǰsnjem odstavku je opisana najkraǰsa in najpogosteǰsa pot od vho-
dnih točk do končne slike. Za senčilnikom oglǐsč lahko dodamo še dve dodatni
stopnji: mozaičenje (angl. tesselation) in senčilnik geometrije. Proces mo-
zaičenja s pomočjo dveh dodatnih senčilnikov površino trikotnikov razdeli na
dodatne trikotnike. To nam omogoča dodajanje podrobnosti brez spremi-
njanja vhodnih podatkov. Stopnjo delitve določamo v senčilniku za nadzor
mozaičenja (angl. tessellation control shader). Vsako novo nastalo oglǐsče
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lahko poljubno zamaknemo, običajno to storimo na podlagi mape izboklin
(angl. bump texture). To storimo v senčilniku za izvrševanje mozaičenja
(angl. tessellation evaluation shader). Še večjo svobodo od mozaičenja nam
omogoča senčilnik geometrije. Z njim lahko dodajamo nova oglǐsča in primi-
tive.
2.4 WebGL
WebGL je knjižnica, ki omogoča interakcijo spletnih brskalnikov z grafičnimi
karticami. Temelji na standardu OpenGL ES, ki je okrnjena različica stan-
darda OpenGL, namenjena vgrajenim napravam. Ta omejitev mu omogoča
delovanje v vseh brskalnikih, tudi na mobilnih napravah. WebGL je del
programskega vmesnika jezika JavaScript in s tem na voljo v vseh moder-
nih brskalnikih, brez nameščanja kakršnihkoli vtičnikov. Za programiranje
senčilnikov se, tako kot pri klasičnem OpenGL ES, uporablja jezik GLSL
ES. Zaradi standarda OpenGL ES ima WebGL vrsto omejitev v primer-
javi s polno implementacijo OpenGL. Prva verzija [46] je izšla leta 2011
in je komatibilna s standardom OpenGL ES 2.0 [47]. Tako na primer ne
podpira tekstur, katerih dimenzija ni potenca števila 2. Ima le 8 možnih
formatov tekstur, podpora za števila s plavajočo vejico in generiranje glo-
binskih tekstur je opcijska, spreminjanje globine fragmenta pa je možno le
preko razširitve EXT frag depth. Te pomankljivosti je večinoma odpravil
WebGL 2.0 [48], ki je izšel leta 2017 in zagotavlja podporo funkcionalnostim
standarda OpenGL ES 3.0 [49]. Poleg 44 novih formatov tekstur je dodana
podpora tridimenzionalnim teksturam in izrisovanju v več medpomnilnikov.
Slednje se pogosto uporablja pri tehnikah odloženega upodabljanja. Kljub
vsemu še vedno ni podpore za mozaičenje, senčilnik geometrije ali števila
s plavajočo vejico dvojne natančnosti (angl. double-precision floating-point
numbers).
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2.5 RenderCore
RenderCore je programsko ogrodje, ki ga razvija Laboratorij za računalnǐsko
grafiko in multimedije na Fakulteti za računalnǐstvo in informatiko Univerze
v Ljubljani. Temelji na spletnem ogrodju za prikaz volumetričnih podatkov
Med3D [50] in je namenjeno izdelavi interaktivnih aplikacij za prikaz vsebin v
treh dimenzijah. Omogoča prikaz različnih objektov, kot so na primer mrežni
in polni modeli ali oblaki točk. Vsi objekti se shranijo v sceno, ki omogoča
njihovo hierarhično organizacijo in deljenje z drugimi uporabniki. Ogrodje
je napisano v programskem jeziku JavaScript in za prikaz uporablja WebGL
2.0.
Glavna prednost uporabe ogrodja RenderCore je konfiguracija prikaznega
cevovoda za potrebe odloženega upodabljanja. Vsako stopnjo cevovoda opi-
šemo z objektom razreda RenderPass, v katerem določimo, kakšne bodo
izhodne teksture. Na voljo imamo tudi funkcijo, ki se kliče pred vsakim
izvajanjem te stopnje, v kateri lahko preǰsnje izhodne teksture pripnemo kot
vhod. V isti funkciji lahko tudi dostopamo do scene in objektov v njej. Tako
lahko na primer spremenimo material posameznega objekta in posamezen
objekt izrǐsemo večkrat z različnim naborom senčilnikov.
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Poglavje 3
Implementacije algoritmov
V tem poglavju bomo opisali idejo in delovanje implementiranih algoritmov.
Za vsakega bomo predstavili tudi možnosti implementacije. Algoritmi so
razvrščeni od najpreprosteǰsih do bolj kompleksnih. Na koncu sledi predlog
našega lastnega algoritma, s katerim bomo poskušali performančno ali kva-
litativno izbolǰsati rezultate v primerjavi z ostalimi.
Prednosti in slabosti vsakega algoritma so prikazane tudi na dveh prak-
tičnih primerih. Na levi sliki je upodobljen oblak točk s teksturo, gostota
točk pa pada od leve proti desni. Na desni sliki so tri ravnine različnih barv,
ki se med seboj prekrivajo.
3.1 Prikaz s točkami fiksnih velikosti
Najpreprosteǰsa metoda za upodabljanje oblakov točk je s primitivi fiksnih
velikosti. Ti primitivi so lahko kvadrati, krogi ali kakšne druge oblike. Im-
plementacija tega pristopa je v večini primerov zelo enostavna, saj program-
ska ogrodja za delo z grafiko navadno že sama omogočajo izris točk poljub-
nih velikosti. To velja tudi za ogrodje WebGL, kjer uporabimo primitivni
tip GL POINTS, velikost pa nastavimo preko spremenljvike gl PointSize v
senčilniku oglǐsč (angl. vertex shader). WebGL nam te točke izrǐse v obliki
kvadratov, za njihov vrstni red v primeru prekrivanja pa skrbi grafični ce-
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vovod sam z globinskim testom. Če želimo na primer namesto kvadratov
izrisati kroge, lahko fragmente, ki so od točke oddaljeni za več kot polmer,
enostavno zavržemo z ukazom discard.
Objekte, ki so v naravi od nas bolj oddaljeni, vidimo manǰse. Tako delova-
nje je smiselno implementirati tudi tu, saj lahko že s tem občutno izbolǰsamo
kvaliteto prikaza. Za vsako oglǐsče imamo podano lokacijo v prostoru, z
njo pa lahko izračunamo njegovo oddaljenost od opazovalca. Večja kot je
oddaljenost, manǰsa je velikost primitiva.
Kljub nastavljanju velikosti glede na oddaljenost točk, glavna pomanklji-
vost opisane metode ostaja, kadar izrisujemo oblak z neenakomerno poraz-
delitvijo točk. Tam, kjer so točke postavljene bolj gosto skupaj, se bodo
kvadrati med seboj prekrivali, na redkih predelih pa bodo med točkami zaze-
vale prazne luknje (slika 3.1 a). V nadaljevanju bodo opisani algoritmi, ki te
težave poskušajo odpraviti z zapolnjevanjem praznega prostora na različne
načine.
(a) Na levi strani je slika popačena, na
desni pa so med točkami praznine.
(b) Prekrivanje ravnin je prikazano
pravilno.
Slika 3.1: Prikaz modela s točkami fiksnih velikosti.
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3.2 Metoda najbližjih sosedov
Prazna pika na platnu je točka, za katero nimamo informacije o barvi, ker
se na njeno mesto ni preslikala nobena točka iz oblaka točk. Prazno piko
lahko pobarvamo z barvo njenega najbližjega soseda, tj. točke, ki je tej piki
najbližja na platnu. Slika, ki jo dobimo, če uporabljamo to metodo, se ime-
nuje Voronojev diagram. Lahko ga izrǐsemo tako, da preslikamo vse točke
iz oblaka na platno, nato pa pregledujemo okolico vsake prazne pike, dokler
ne najdemo njene najbližje sosede. Implementacija tega pristopa ne deluje
učinkovito na grafičnih karticah, saj vsebuje iteriranje z neznanim številom
ponovitev. Ko pregledujemo okolico, namreč ne vemo, kako daleč je naj-
bližja pika. Tako preiskujemo neko omejeno območje (lahko tudi celotno
sliko), dokler ne najdemo najbližje sosede. Ko jo najdemo, bi v idealnem
primeru želeli program ustaviti in nadaljevati z naslednjo točko. Problem
je, da grafična kartica algoritem poganja na več točkah hkrati in navadno ne
podpira zgodnjega ustavljanja. Točke, ki so sosede našle prej, zato čakajo
na ostale, njihove procesorske niti pa v tem času ostanejo neizkorǐsčene. Za
(a) Vse luknje so pravilno zapolnjene,
neodvisno od gostote točk.
(b) Zakriti deli ravnin se vidijo skozi,
saj metoda ne upošteva globine.
Slika 3.2: Prikaz modela z metodo najbližjih sosedov.
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omenjeno metodo potrebujemo tudi zelo veliko vzorčenj teksture. V primeru,
da bi bilo območje preiskovanja celotna slika dimenzij 256 × 256, potrebu-
jemo (256∗256)2 = 4.294.967.296 vzorčenj. Bolǰsi način je uporaba kakšnega
posebnega algoritma, kot je na primer Jump Flooding [17, 18].
Algoritem Jump Flooding zgradi Voronojev diagram na sliki v ⌈log2(d)⌉
korakih, kjer je d največja dimenzija slike, na vsakem koraku pa za vsako
točko naredi 8 vzorčenj. V preǰsnjem primeru, z dimenzijo 256, to pomeni
8 korakov, oziroma 8 ∗ 256 ∗ 256 ∗ 8 = 524.288 vzorčenj. Osem vzorčenj
predstavlja skoke. Štirje od njih so vzdolž prostorskih osi (gor, dol, levo
in desno), drugi štirje pa diagonalah. Dolžina skoka je enaka 2k−i, kjer je
k število vseh korakov in i zaporedna številka koraka, ki jih pričnemo šteti
z 1. V našem primeru imamo torej skoke z dolžinami 128, 64, ..., 4, 2 in
1. Algoritem hrani stanje v obliki ene koordinate za vsako točko slike. To
polje koordinat je na začetku prazno (vse koordinate so neveljavne), nato
se na njem izvedejo vsi koraki algoritma, na koncu pa vsebuje koordinate
najbližjih sosed. Za vsako vzorčenje, katerega rezultat je veljavna soseda,
primerjamo razdaljo do te sosede z razdaljo do že zapisane koordinate. Če je
nova soseda bližje naši točki od zapisane, jo nova nadomesti.
(a) (b) (c) (d) (e)
Slika 3.3: Delovanje algoritma Jump Flooding na sliki z dimenzijo 16.
V ogrodju WebGL je algoritem Jump Flooding implementiran s pomočjo
serije izrisov. Najprej se oblak točk projicira v teksturo s točkami velikosti
1 slikovne pike. Pri tem se ozadje označi kot prosojno zato, da ga lahko
algoritem loči od dejanskih točk. Nato sledijo izrisi za izvajanje algoritma, po
eden za vsak korak. Pri teh je scena nastavljena tako, da se za vsako slikovno
piko teksture enkrat izvede senčilnik fragmentov (angl. fragment shader).
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Koordinate najbližjih sosed so zapisane v dodatni teksturi, ki je rezultat
posameznega koraka. Ta tekstura je skupaj z originalno projekcijo oblaka
točk podana kot vhod v naslednji korak. Zadnji izris iz rezultata sestavi
Voronojev diagram, tako da za vsako slikovno piko izrǐse njeno najbližjo
sosedo.
Algoritem 1: Psevdokoda algoritma Jump Flooding
1 steviloKorakov ← ⌈log2(max(visina, sirina))⌉;
2 for korak ← steviloKorakov - 1 to korak = 0 do
3 dolzinaKoraka ← 2korak;
4 for x ← 0 to x = sirina - 1 do
5 for y ← 0 to y = visina - 1 do
6 Skok(x, y, x + dolzinaKoraka, y);
7 Skok(x, y, x, y + dolzinaKoraka);
8 Skok(x, y, x - dolzinaKoraka, y);
9 Skok(x, y, x, y - dolzinaKoraka);
10 Skok(x, y, x + dolzinaKoraka, y + dolzinaKoraka);
11 Skok(x, y, x + dolzinaKoraka, y - dolzinaKoraka);
12 Skok(x, y, x - dolzinaKoraka, y + dolzinaKoraka);
13 Skok(x, y, x - dolzinaKoraka, y - dolzinaKoraka);
14 end
15 end
16 end
17 Function Skok (x, y, a, b):
18 if vsebujeTocko (a, b) then
19 (i, j) ← koordinate[x, y];
20 if razdalja(x, y, a, b) < razdalja(x, y, i, j) then
21 koordinate[x, y] = (a, b);
22 end
23 end
24 end
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3.3 Obratno uteževanje razdalje
Metoda najbližjih sosedov uspešno zapolni vse luknje med točkami, vendar pa
dobljen rezultat ni preveč natančen. Pojavijo se namreč ostri robovi, ki kva-
rijo prepričljivost rekonstrukcije. Metoda obratnega uteževanja razdalje to
poskuša rešiti z uteženim povprečenjem večih sosed. Pristop je uporabljen
v članku [51], kjer na ta način računajo prostorsko porazdelitev tveganja
za nastanek onesnaženja. V našem primeru so namesto potencialnih osne-
snaževalcev na platnu projicirane točke, izračunati pa želimo porazdelitev
barv v vmesnih prostorih. Manǰsa kot je razdalja od točke do sosede, večji
vpliv (težo) ima barva sosede na končni rezultat. Uteževanje je definirano s
potenčno funkcijo. Barva poljubne točke na sliki je določena po enačbi 3.1.
Enačba 3.1 Izračun barve z obratnim uteževanjem razdalje. n je število
projiciranih točk, f(x) je barva točke, d(x, y) je razdalja od x do y, e pa je
parameter.
f(p) =
n∑︂
i=1
f(xi)
d(p, xi)
e (3.1)
(a) Ostri robovi v teksturi so nekoliko
zabrisani, vendar kljub temu niso ravni.
(b) Skozi zeleno in rdečo ravnino se ra-
hlo vidi vplih modrih točk iz ozadja.
Slika 3.4: Prikaz modela z metodo obratnega uteževanja razdalje.
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Parameter e določa, kakšen vpliv imajo točke na končni rezultat. Če
parameter povečujemo, dobijo bližnje sosede vedno večji vpliv na barvo v neki
točki, končna slika pa postaja podobna Voronojevemu diagramu. Nasprotno
imajo ob zmanǰsevanju večji vpliv bolj oddaljene sosede, slika pa postane
bolj zabrisana.
En način za implementiranje takega prikaza je s preiskovanjem okolice
vsake slikovne pike na enak način kot pri metodi najbližjih sosed iz po-
glavja 3.2. To pomeni, da izberemo območje, za katerega pričakujemo, da
se v njem nahajajo vse najbližje sosede. Barvo in oddaljenost vsake točke iz
tega območja nato shranimo v seznam. Na koncu se barve množijo s pripa-
dajočimi utežmi, končni rezultat pa se normalizira tako, da se deli z vsoto
teh uteži. Algoritem 2 vsebuje psevdokodo za opisani postopek.
Algoritem 2: Psevdokoda metode obratnega uteževanja razdalj
1 for x← -DIMENZIJA to x = DIMENZIJA do
2 for y ← -DIMENZIJA to y = DIMENZIJA do
3 if vsebujeTocko (x, y) then
4 tocka = slika[x, y];
5 razdalja = razdaljaDoTocke(tocka);
6 dodajNaSeznam(razdalja, tocka.rgb);
7 najblizjaRazdalja = min(najblizjaRazdalja, razdalja);
8 end
9 end
10 end
11 foreach razdalja, barva in seznam do
12 utez = 1 / pow(razdalja - najblizjaRazdalja, e);
13 vsotaBarv = vsotaBarv + barva * utez;
14 vsotaUtezi = vsotaUtezi + utez;
15 end
16 barva ← vsotaBarv / vsotaUtezi;
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Ta pristop ima spet vrsto pomanjkljivosti. Preiskovanje območja zahteva
veliko dostopov do teksture in se izvaja ločeno za vsako slikovno piko. V
nekem območju imamo ponavadi zelo malo slikovnih pik, ki vsebujejo točko,
lahko pa se nam zgodi tudi, da je območje premajhno in rezultat ni pravilen.
OpenGL v senčilnikih ne podpira seznamov z dinamičnim dodeljevanjem
prostora. To pomeni, da je seznam predstavljen s poljem fiksne velikosti in
je število točk, ki jih lahko upoštevamo, omejen.
Bolǰsi način je uporaba prosojnih pack (angl. splat) v kombinaciji s funk-
cijo blend. V tem primeru točke rǐsemo kot kvadrate, katerim prosojnost
pada z oddaljenostjo od sredǐsča. Histrost padanja vrednosti je določena
s funkcijo, ki je lahko linearna, eksponentna, Gaussova ali kakšna druga.
Pri izrisu izklopimo globinski test (angl. depth test) in vklopimo blending
s funkcijo dodajanja (GL FUNC ADD) in parametroma S = 1 in D = 1. To
pomeni, da se bo vsak fragment zgolj prǐstel trenutni barvi na ustreznem me-
stu v slikovnem medpomnilniku (angl. frame buffer). Rezultat je potrebno
na koncu normalizirati za končni prikaz tako, da delimo barvo vsake pike
s prosojnostjo. Tudi ta implementacija ima lahko težave pri veliki gostoti
točk. Vrednosti v medpomnilniku so namreč omejene na interval od 0 do
1. Če so točke preveč skupaj, lahko seštevki vseh treh barvnih kanalov na
eni slikovni piki presežejo vrednost 1. S tem se izgubi njihovo razmerje, re-
zultat pa je bela barva. Da bi se temu izognili, lahko vrednost prosojnosti
pomanǰsamo za nek faktor. Če je ta faktor prevelik, lahko dobimo veliko
šuma zaradi računskih napak. WebGL namreč podpira le teksture, kjer so
vrednosti števila s plavajočo vejico enojne natančnosti.
Uporaba Gaussove krivulje po enačbi gostote verjetnosti 3.2 pri tej me-
todi daje zelo dobre rezultate. Visoke vrednosti okrog sredǐsča packe namreč
zagotavljajo ostreǰso sliko v območjih z gosto porazdelitvijo točk. Nizke vre-
dnosti za x≫ σ in x≪ −σ po drugi strani zagotavljajo zaponjevanje lukenj
pri območjih z nizko gostoto. Ključna je nastavitev velikosti primitiva v
kombinaciji z varianco funkcije σ2. Slednja nam pri tej tehniki učinkuje po-
dobno kot prej opisani parameter e. Pri majhnih vrednostih bo krivulja zelo
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hitro padala in rezultat bo podoben metodi najbližjih sosedov. Povečevanje
variance pa bo krivuljo sploščila, končna upodobitev pa bo bolj zabrisana.
Enačba 3.2 Enačba gostote verjetnosti za normalno porazdelitev s pričako-
vano vrednostjo 0. σ označuje standardni odklon.
g(x) =
1
σ
√
2 ∗ π
∗ exp
(︃
−1
2
∗ x
2
σ2
)︃
(3.2)
3.4 Metoda naravnih sosedov
Pomanjkljivost metode obratnega uteževanja razdalje je v tem, da se za
izračun vsake barve uporabljajo vse projicirane točke. To lahko pri velikem
številu točk pomeni počasneǰse delovanje. Metoda naravnih sosedov [52] na-
mesto tega uporablja le najbližjih nekaj točk. Gre za tiste točke, katerim
naša točka odvzame nekaj površine na Voronojevem diagramu, če jo vsta-
vimo vanj (slika 3.6). Barva točke je izračunana kot utežena vsota teh točk
(enačba 3.3), glede na površino, ki jo odvzame. Uporabljata se dve vrsti
uteži: Sibsonova in Laplaceova. Prva uporablja delež odvzete površine glede
na celotno območje točke (enačba 3.4). Druga uporablja razdalje do sosed in
obseg odvzetih območij (enačba 3.5).
Enačba 3.3 Izračun barve z metodo naravnih sosedov. n je število projici-
ranih točk, f(x) je barva točke, wi(x) pa njena utež.
f(p) =
n∑︂
i=1
w(xi, p) ∗ f(xi) (3.3)
Enačba 3.4 Definicija Sibsonove uteži. A(xi) je površina, ki je pripadala
točki xi pred dodajanjem, A(p) pa površina območja točke p.
w(xi, p) =
A(xi) ∩ A(p)
A(p)
(3.4)
Enačba 3.5 Definicija Laplaceove uteži. l(xi) je obseg odvzetega območja,
d(x, y) pa razdalja med x in y.
w(xi, p) =
l(xi)
d(p,xi)∑︁n
k=1
l(xk)
d(p,xk)
(3.5)
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(a) Ostri robovi v teksturi so zabri-
sani lepše, kot pri metodi obratnega
uteževanja razdalje.
(b) Prehodi med barvami so mehki, ni
pa upoštevanja prekrivanj.
Slika 3.5: Prikaz modela z metodo obratnega uteževanja razdalje
Metodo naravnih sosedov lahko implementiramo tako, da sledimo ma-
tematični definiciji. To pomeni, da v prvem koraku izračunamo Voronojev
diagram projiciranih točk. Za to lahko uporabimo algoritem Jump Flooding,
opisan v poglavju 3.2. Naslednji korak je interpoliranje s pomočjo formule.
Za to lahko uporabimo že znano tehniko preiskovanja okolice naše točke. Za
razliko od metode najbližjih sosed tukaj ni potrebno preiskovati vseh pikslov
teksture, saj ne ǐsčemo posameznih točk, ampak le ugotavljamo razmerje v
ploščinah. Če med vzorci spustimo nekaj prostora, bo rezultat še vedno zelo
točen, prihranili pa bomo veliko časa. Na sliki z dimenzijo 256 bomo ob pre-
iskovanju vsake tretje točke potrebovali le 7225 vzorčenj, kar pomeni 11 %
vseh točk. Poleg tega ponavadi ni potrebno preiskovati celotne slike, vendar
le manǰse območje (slika 3.6 d). Povedano natančneje, za matematično pra-
vilen rezultat zadošča najmanǰsi tak kvadrat, ki vsebuje vse točke, katerim
naša vstavljena točka odvzame nekaj površine. V večini primerov lahko ve-
likost kvadrata in preskakovanje pikslov določimo s fiksnima parametroma.
Vsak vzorec, ki ga dobimo iz teksture, vsebuje barvo najbližje točke in njeni
3.4. METODA NARAVNIH SOSEDOV 23
(a) Začetna slika vsebuje štiri točke.
Prikazan je njen Voronojev diagram.
(b) Iščemo barvo točke J, zato simuli-
ramo dodajanje točke v diagram.
(c) Novo območje točke J odvzame delež
površine sosednjim točkam. Navedene
so ploščine odvzetih območij.
(d) Mesta vzorčenja za izračun barve
točke J. Preiskuje se kvadrat 10 x 10 točk
z enakomernimi razmiki.
Slika 3.6: Izračun barve po metodi naravnih sosedov. Glede na dobljene
površine, s pomočjo Sibsonove uteži, izračunamo barvo kot: f(xJ) =
6,39
25,4
∗
f(xA) +
3,29
25,4
∗ f(xB) + 0,425,4 ∗ f(xC) +
15,32
25,4
∗ f(xD).
koordinati. S pomočjo koordinat izračunamo razdaljo od vzorca do točke in
jo primerjamo z razdaljo od vzorca do točke, ki jo vstavljamo. Če je slednja
manǰsa, to pomeni, da vzorec spada v odvzeto območje in ga moramo prǐsteti
uteženi vsoti.
Kako točen rezultat dobimo na tak način, lahko preverimo s primerom
iz slike 3.6. V sliki 3.6 d preštejemo točke, ki spadajo v posamezno od-
vzeto območje, in njihovo razmerje primerjamo s točnimi razmerji, doblje-
24 POGLAVJE 3. IMPLEMENTACIJE ALGORITMOV
Ploščina Delež ploščine Št. točk Delež točk
A 6,39 25 % 7 26 %
B 3,29 13 % 2 7 %
C 0,4 2 % 1 4 %
D 15,32 60 % 17 63 %
Tabela 3.1: Primerjava točnosti ugotavljanja deležov odvzetih površin pri
metodi naravnih sosedov
nimi iz površin. Iz tabele 3.1 je razvidno, da se največja odstopanja pojavijo
pri majhnih površinah, medtem ko so pri večjih odstopanja zelo majhna.
Največje odstopanje smo dobili pri območju točke B: 6 %. Za bolǰsi rezul-
tat bi lahko povečali število vzorcev in zmanǰsali razmik med njimi, vendar
razlika v končni sliki s prostim očesom verjetno ne bi bila niti opazna.
3.5 Prikaz s paraboloidi
Do sedaj opisane metode interpolacije ne upoštevajo globine točk in njihovega
prekrivanja. Tiste točke, ki se nahajajo daleč v ozadju, se ob preslikavi
na platno pojavijo med točkami v ospredju. Ta problem lahko rešujemo s
točkami fiksnih velikosti, vendar pri prekrivanju teh točk nastajajo artefakti.
Temu se lahko izognemo tako, da točke ob robovih ukrivimo proč od gledalca
in jih s tem spremenimo v ukrivljene ploskve. Končni rezultat je bolj pravilen,
saj se v idealnem primeru približa Voronojevemu diagramu. Oddaljenost,
tako kot prosojnost pack iz poglavja 3.3, raste z neko funkcijo. Če uporabimo
linearno funkcijo, bomo dobili stožce. Najpogosteje se uporablja kvadratna
funkcija [15], ki nam da ploskve, imenovane paraboloidi (slika 3.7 a).
Ogrodje WebGL nam omogoča implementacijo s spreminjanjem globine
posameznega fragmenta. Iz senčilnika oglǐsč podamo originalno globino točke,
projicirane na platno. Tej globini v senčilniku fragmentov dodamo vrednost
paraboloida glede na oddaljenost od sredǐsča točke. Nova globina se vpǐse v
spremenljivko gl FragDepth, grafični cevovod pa jo uporabi pri ugotavljanju
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prekrivanj fragmentov.
(a) Paraboloid z enačbo z = x2 + y2. (b) Prikaz oblaka točk
Slika 3.7: Prikaz s paraboloidi
(a) Rezultat je podoben metodi naj-
bližjih sosedov.
(b) Prekrivanja so pravilno
upoštevana.
Slika 3.8: Prikaz modela s paraboloidi
26 POGLAVJE 3. IMPLEMENTACIJE ALGORITMOV
3.6 Lasten algoritem
Do sedaj smo implementirali nekaj metod za upodabljanje oblakov točk.
Vsaka se problema loteva na svoj način in ima svoje prednosti in slabosti.
Sedaj želimo pridobljene izkušnje uporabiti in izdelati algoritem za upoda-
bljanje, ki bo deloval hitreje ali pa izdelal bolj kvaliteten prikaz. Ob delu
smo uspeli identificirati ključni težavi pri upodabljanju oblakov točk. V prvi
vrsti sta to učinkovita implementacija interpolacije na grafični kartici in po-
javljanje točk iz ozadja, ki bi morale biti zakrite. Za prvo težavo se zdi
najbolǰsa rešitev v uporabi obratnega uteževanja razdalje s funkcijo blend,
opisanem v poglavju 3.3. Ta metoda deluje učinkovito, barvnemu šumu, ki
je posledica računskih napak, pa se lahko z uporabo ustreznih parametrov
skoraj popolnoma izognemo. Z drugo težavo se najbolǰse sooča metoda pri-
kaza s paraboloidi iz poglavja 3.5. Poleg te bomo v nadaljevanju predstavili
in preizkusili še eno idejo za algoritem, ki temelji na filtriranju točk.
Knjižnica WebGL nam poleg teksture z barvo ob upodabljanju lahko vrne
tudi globinsko teksturo (angl. depth texture). Gre za teksturo, kjer vsak
piksel predstavlja oddaljenost od opazovalca do najbližje točke v tej smeri
(slika 3.9 a). To pomeni, da se vsaka točka, katere oddaljenost od opazovalca
je večja od vrednosti na soležnem pikslu globinske teksture, nahaja za neko
drugo točko in jo lahko iz končnega prikaza odstranimo. Koncept je podoben
globinskemu testu, ki je že implementiran v grafični kartici, le da tu točke
filtriramo na nivoju oglǐsč, namesto fragmentov. Pri tem moramo seveda
povečati velikost primitiva, ki predstavlja posamezno točko, da zagotovimo
prekritje vseh točk v ozadju. Uporaba primitivov fiksnih velikosti nam spet
prinaša težave, saj premajhni primitivi med točkami pustijo vrzeli, preveliki
pa zakrijejo manǰse luknje v objektu. Težava se pojavi tudi takrat, ko neko
površino gledamo s strani. Primitivi so namreč vedno obrnjeni pravokotno
proti gledalcu, zato lahko pride do verižnega prekrivanja in dobimo v rezultat
le prvo točko (v sliki 3.9 b je označena s črko C).
Velikost primitiva, ki predstavlja posamezno točko, je v idealnem primeru
odvisna od oddaljenosti sosednjih točk. Algoritem, ki bi pregledal vse točke
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(a) Izločeni sta točki F in G, saj ju zakrijeta
točki B in C.
(b) Prikaz točk na površini od
pogledu iz strani. Točka C za-
krije točko D, ta naprej zakrije
točko E in slednja zakrije točko
F.
Slika 3.9: Prikaz filtriranja točk s pomočjo globinske teksture
in za vsako ugotovil optimalno velikost glede na njene sosede, bi zahteval
preveč procesiranja za prikazovanje v realnem času. Optimalnim vrednostim
se zato poskušamo približati z uporabo načrta gostot (angl. density map).
Tega lahko generiramo s pomočjo že opisane tehnike blend iz poglavja 3.3,
le da nas tokrat barva ne zanima in uporabljamo le vrednost prosojnosti. V
naslednjem koraku upodabljanja ta načrt uporabimo kot vhodno teksturo in
vsakemu oglǐsču nastavimo velikost v odvisnoti od te vrednosti. Ta odvisnost
je obratno sorazmerna: večja kot je gostota na neki točki, manǰse morajo biti
velikosti primitivov. Vrednost moramo tudi množiti z dodatnim parametrom,
saj je gostota odvisna od faktorja pomanǰsanja, omenjenega v poglavju 3.3.
Opisani postopek za izdelavo načrta gostot v osnovi deluje, vendar pa od-
pove pri prekrivanju površin. Kadar se dve površini z enako gostoto točk pre-
krivata, dobimo na platnu površino z dvakratno gostoto. Ker opisani posto-
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(a) Oblak točk prikazan s primitivi.
Velikosti so odvisne le od razdalje do
gledalca.
(b) Načrt gostot, izdelan iz oblaka točk.
Kjer so točke bolj skupaj in bližje gle-
dalcu, je gostota večja.
Slika 3.10: Načrt gostot
pek ne upošteva globine, točke postanejo za polovico manǰse, naša globinska
slika pa spet dobi luknje. Možno bi bilo globino upoštevati pri prej omenje-
nem faktorju pomanǰsanja in tako izbolǰsati rezultat. To pomeni, da bi bil pri
bolj oddaljenih točkah faktor pomanǰsanja manǰsi. Težave ne bi popolnoma
odpravili, saj bi zakrite točke do neke mere kljub temu povečevale gostoto.
Poleg tega bi pri oddaljenih območjih lahko prihajalo do računskih napak za-
radi majhnih številskih vrednosti. Da bi se izognili vsem tem težavam, smo
se odločili globinsko sliko generirati s pomočjo paraboloidov. Globinska slika
bo na ta način nekoliko slabša, zato bo lahko kdaj filtriranih preveč, spet
drugič premalo točk. Po drugi strani s tem prihranimo eno stopnjo izrisa,
kar se izkaže za veliko izbolǰsavo v performančnem smislu.
Naš algoritem končno upodobitev izdela v treh korakih. V prvem koraku
izrǐse celoten oblak točk z uporabo paraboloidov, rezultat pa je globinska te-
kstura (slika 3.12 a). Drugi korak še enkrat izrǐse isto sceno in ob tem filtrira
oglǐsča glede na globinsko teksturo (algoritem 3). Pri tem je vklopljena funk-
cija blend, primitivi pa imajo spremenjeno prosojnost (slika 3.12 b). Upo-
rablja se normalizirana Gaussova krivulja, kjer je iz enačbe 3.2 odstranjen
faktor 1
σ
√
2π
. S tem dosežemo, da je v sredini primitiva prosojnost vedno
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(a) Prehodi so mehki, praznine pa so
zapolnjene.
(b) Prekrivanja so pravilno
upoštevana.
Slika 3.11: Prikaz modela z lastnim algoritmom
enaka faktorju pomanǰsanja in ni odvisna od izbrane variance. Vključena
slika je zaradi bolǰse vidnosti posvetljena za 100 %. Zadnji korak izvede me-
todo obratnega uteževanja razdalj s pomočjo pack, generiranih v preǰsnjem
koraku (slika 3.12 c).
Algoritem 3: Filtriranje v lastnem algoritmu
1 globinskaSlika ← UpodobitevParaboloidov();
2 foreach tocka in tocke do
3 globina← globinskaSlika[tocka.x, tocka.y];
4 if globina ∗ 1.001 > tocka.z then
5 IzrisiTocko(tocka);
6 end
7 end
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(a)
(b)
(c)
Slika 3.12: Prikaz delovanja lastnega algoritma
Poglavje 4
Analiza in rezultati
V preǰsnjem poglavju smo opisali šest metod za upodabljanje oblakov točk.
Vsi opisani algoritmi so bili implementirani v ogrodju RenderCore, v tem po-
glavju pa bo opisan preizkus njihovega delovanja. Izvedli smo performančno
analizo, kjer smo preverili čas izrisa ene slike in analizo kvalitete rezultata.
Teste smo izvajali na šestih oblakih točk iz zbirke državnega oblaka točk Re-
publike Slovenije, kateri so bile dodane informacije o barvi [53, 54]. Posnetki
zemeljskega površja imajo v večini eno površino. Na gozdnatih območjih so
nad to površino točke, ki predstavljajo krošnje dreves. Pri stavbah senzor
v večini zazna le strehe, zato pogled od strani razkrije luknje namesto sten
in predstavlja poseben izziv pri izrisovanju. Izbrali smo različne testne pri-
mere, ki čim bolj uravnoteženo pokrijejo različne scenarije. Dva prikazujeta
območje s stavbami in drevesi. En primer prikazuje vrh gore Triglav s strani,
na tak način, da je zakrita stran gore prav tako v sceni. Preostali trije primeri
vsebujejo območja z malo ali brez prekrivanj površin, imajo pa jasne in ostre
robove v teksturi površja. Za vsak oblak točk je bil pogled vnaprej definiran
in enak za vse preizkušene metode. Vsi testi so bili izvedeni v brskalniku
Google Chrome verzije 85.0.4183.121, prikazi pa so bili generirani v dimen-
zijah 1280 x 720 slikovnih pik. Uporabljen je bil računalnik s procesorjem
AMD Ryzen 7 1700 in grafično kartico Nvidia GeForce RTX 2070.
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4.1 Performančna analiza
Čas izrisa ene slike je bil izmerjen z računanjem razlike v času začetka in
konca izvajanja metode render na objektu RenderQueue. Ta objekt vsebuje
vse stopnje upodabljanja, ki jih trenutna scena uporablja. Uporabljeno je
povprečje 50 zaporednih vrednosti. Poleg časa izrisa ene slike je pomemben
tudi čas aktivnosti grafične kartice. Ta nam pokaže, koliko časa grafična
kartica dejansko izvaja izbrani algoritem v primerjavi s časom za nastavljanje
grafičnega cevovoda in drugo notranje delovanje ogrodja RenderCore. Ker
grafična kartica deluje neodvisno od procesorja, tega časa ni možno meriti v
našem programu. Zato smo si morali pomagati z merilnikom učinkovitosti,
ki je del razvojnih orodij brskalnika (slika 4.1). Ta nam omogoča spremljanje
porabe sistemskih virov in natančen pregled nad delovanjem grafične kartice
in trajanjem izvajanja kode z izdelanim grafom klicev funkcij. Merilnik poleg
podrobnega pregleda ponudi tudi seštevek časov poljubne metrike za izbrano
časovno obdobje. V našem primeru smo željeno vrednost dobili z deljenjem
skupnega časa aktivnosti grafične kartice s številom upodobitev v izbranem
obdobju.
Slika 4.1: Prikaz merilnika učinkovitosti v razvojnih orodjih brskalnika.
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4.2 Kvalitativna analiza
Kvalitativna analiza je bila izvedena v primerjavi z mrežno rekonstrukcijo
vsakega oblaka točk, izdelano s pomočjo triangulacije v dveh dimenzijah.
Število točk v oblaku je bilo najprej potrebno zmanǰsati, saj bi triangulacija
v nasprotnem primeru trajala zelo dolgo. Vsak oblak točk je bil s progra-
mom CloudCompare1 najprej obrezan na velikost 500 × 500 m, nato pa so
bile iz njega odstranjene točke, ki so od svojih najbližjih sosed oddaljene
za manj kot 50 cm. Na ta način dobimo vzorce, ki imajo manj kot milijon
točk, triangulacija pa je za vsakega trajala približno pol dneva. Za namen
rekonstrukcije je bil izdelan program v programskem jeziku C#, ki oblak točk
projicira na tlorisno ravnino in na dobljenih točkah izvede Delaunayevo trian-
gulacijo s pomočjo knjižnice DelaunatorSharp2. Trikotniki so nato shranjeni
kot mrežni model v formatu OBJ, točkam pa je povrnjena tretja dimenzija iz
originalnega oblaka. Na dobljeni mrežni model je bil nalepljen isti orto foto
posnetek, ki je bil uporabljen pri dodajanju barv oblaku točk. Koordinate
teksture so bile določene neposredno iz položaja točk. Izris se je prav tako
izvedel z ogrodjem RenderCore, na isti način kot se testirajo implementirani
algoritmi.
Na koncu smo izračunali podobnost med dobljeno sliko in rezultatom vsa-
kega algoritma s programom diffimg3. Ta izračuna podobnost med dvema
slikama tako, da povpreči razliko med vsemi soležnimi slikovnimi pikami na
sliki po enačbi 4.1. Na nekaterih primerih model ni zavzemal celotnega po-
gleda, zato so bila ob robovih posamezna prazna območja. Vključevanje teh
območij v izračun podobnosti bi pomenilo nepravilne rezultate. Za njihovo
odstranitev je bila potrebna manǰsa prilagoditev programa diffimg, ki je v
funkcijo ImageStat.Stat(), knjižnice za obdelavo slik PIL4, poslala še ma-
sko. Maska je v tem primeru slika, ki s črno ali belo obarvanostjo vsake
1https://www.danielgm.net/cc/
2https://github.com/nol1fe/delaunator-sharp
3https://github.com/nicolashahn/diffimg
4https://www.pythonware.com/products/pil/
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slikovne pike, določi njeno prisotnost v izračunu. Barvni kanal za prosojnost
pri izračunu prav tako ni bil upoštevan. Da bi čim bolj kaznovali algoritem,
ki v upodobitvi pusti luknje, je bilo ozadje v vseh primerih črno.
Program diffimg nam poleg številske vrednosti podobnosti vrne tudi sliko
razlik. V njej vsaka slikovna pika predstavlja razliko med soležnima pikama
na primerjanih upodobitvah. Z njeno pomočjo lahko hitro ugotovimo, na
katerih regijah rezultat najbolj odstopa od reference.
Enačba 4.1 Razlika soležnih slikovnih pik, ki se uporablja za izračun podob-
nosti dveh slik.
f(ai, bi) =
(︃⃓⃓⃓⃓
r(ai)− r(bi)
255
⃓⃓⃓⃓
+
⃓⃓⃓⃓
g(ai)− g(bi)
255
⃓⃓⃓⃓
+
⃓⃓⃓⃓
b(ai)− b(bi)
255
⃓⃓⃓⃓)︃
/3 (4.1)
4.3 Uporabljeni parametri
Pri prikazu s točkami fiksnih velikosti je bila uporabljena velikost točke enaka
1100/d, kjer je d razdalja od gledalca do točke. Oblika primitivov je ostala
nespremenjena, torej kvadrat.
Metodo najbližjih sosedov smo preizkusili z obema opisanima algorit-
moma: preiskovanjem sosednjih slikovnih pik in algoritmom Jump Flooding.
Pri prvem je bila površina preiskovanja kvadrat z dimenzijami 20× 20. Im-
plementacija algoritma Jump Flooding je bila enaka opisani, za naš primer
slike velikosti 1280× 720 je potreboval 11 korakov.
Za upodabljanje z obratnim uteževanjem razdalj sta bila uporabljena
osnovni algoritem in možnost z uporabo pack in funkcijo blend. Pri osnov-
nem algoritmu je bilo preiskano območje velikosti 10× 10 pik okrog vsakega
fragmenta, parameter e pa je bil enak vrednosti 0,5. Pri algoritmu s packami
je bila velikost pack enaka 1000/d, faktor pomanǰsanja prosojnosti pa 0,2.
Metoda naravnih sosedov je na začetni sliki najprej izvedla algoritem
Jump Flooding, nato pa v zadnjem koraku iz Vornojevega diagrama ustvarila
interpolirano sliko. Pri preiskovanju okolice za izračun vrednosti posamezne
slikovne pike je bilo uporabljeno območje velikosti 80× 80.
4.4. REZULTATI 35
Prikaz s paraboloidi je uporabljal primitive velikosti 1200/d, paraboloidi
pa so bili oblike z = x2+y2. Barva je bila po vsej površini telesa enaka barvi
točke.
Lastni algoritem je sestavljen iz treh korakov. V prvem koraku se za
izdelavo globinske teksture uporabijo enaki paraboloidi kot pri prikazu s pa-
raboloidi, le da je njihova velikost enaka 3000/d. Drugi korak filtrira točke,
ki so od kamere oddaljene za več kot 1, 001∗di. di tukaj pomeni soležno vre-
dnost globinske teksture. Packe se v tem koraku izrǐsejo po enačbi Gaussove
krivulje z varianco 0,6, faktor pomanǰsanja pa je 0,1. Zadnji korak izdela
končno sliko na enak način kot pri upodabljanju z obratnim uteževanjem z
uporabo pack.
4.4 Rezultati
V nadaljevanju sledijo rezultati testiranja za vsak implementirani algoritem
posebej. Izračunane so povprečne vrednosti iz vseh šestih testnih primerov.
V tabeli 4.1 so navedeni povprečeni časi upodabljanja ene slike, stopnje upo-
rabe grafične kartice in podobnosti slik z mrežno rekonstrukcijo. Zapisane so
povprečne vrednosti, izračunane iz vseh šestih testnih primerov. Natančne
vrednosti za vsak primer posebej so na voljo v dodatku A, slike upodobitev
pa v dodatku B. Za lažjo predstavo razmerja med kvaliteto in zmogljivostjo
je na voljo tudi graf 4.2.
Ob pregledu prvotnih rezultatov smo opazili, da sodita prikaza s točkami
fiksnih velikosti in paraboloidi na sam vrh lestvice po obeh merjenih metrikah.
Naš lastni algoritem je prav tako dosegal visoko kvaliteto, ni pa mogel kon-
kurirati pri hitrosti upodabljanja. Ti algoritmi so tudi edini, ki upoštevajo in
odstranjujejo točke iz zakritih površin. Posledično nas je zanimalo, kako se
kvaliteta spreminja v odvisnosti od algoritmovega posameznega parametra.
Pri lastnem algoritmu smo poskusili spreminjati varianco Gaussove krivulje,
pri drugih dveh pa velikost primitiva. Na grafu 4.3 so izrisane povprečne vre-
dnosti podobnosti za vse testne primere skupaj. Ugotovili smo, da velikost
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Algoritem Čas GPE Podobnost
Prikaz s točkami fiksnih velikosti 0,2 ms 0,2 ms 92,33 %
Metoda najbližjih sosedov 11 ms 9,1 ms 91,16 %
Algoritem Jump Flooding 132 ms 108 ms 91,15 %
Obratno uteževanje razdalje 233 ms 232 ms 92,32 %
Obratno uteževanje razdalje s packami 5,2 ms 2,7 ms 90,81 %
Metoda naravnih sosedov 188 ms 161 ms 91,61 %
Prikaz s paraboloidi 0,3 ms 0,2 ms 92,55 %
Lasten algoritem 5,3 ms 3,0 ms 93,92 %
Tabela 4.1: Zbrani rezultati meritev. Zapisana so povprečja za vse testne
primere.
Slika 4.2: Primerjava algoritmov glede na čas upodabljanja in podobnostjo
z mrežnim modelom
primitiva najprej hitro povečuje podobnost, kar je posledica zapolnjevanja lu-
kenj. Vrh doseže pri velikosti 1100 oziroma 1200, nato pa se počasi zmanǰsuje
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zaradi prekrivanj. Pri našem algoritmu spreminjanje variance ni imelo tako
dramatičnega učinka, saj so bile vse luknje že v osnovi zapolnjene.
Slika 4.3: Povprečna podobnost v odvisnosti od izbranega parametra
Poleg kvalitete nas zanima tudi, kako je hitrost delovanja odvisna od
različnih dejavnikov. Naši algoritmi so zgrajeni na različne načine, zato mo-
ramo vsakega posebej analizirati še s te plati. Pri natančnem pregledu ugo-
tovimo, da prav vsi v prvem koraku izvedejo upodobitev s primitivi. Za prvi
opisani algoritem, prikaz s točkami fiksnih velikosti, je to tudi edini korak. Pri
tem glavno vlogo igra število točk v sceni, časovna zahtevnost pa je odvisna
le od delovanja grafične kartice. Vsi naši testni primeri žal vsebujejo manj
kot milijon točk, kar je premalo, da bi se odvisnost dalo zanesljivo izmeriti.
Zato smo ustvarili nove umetne modele, kjer testiramo čas upodabljanja na
sceni z od 1 do 12 milijoni točk. Iz podatkov (graf 4.4) lahko ocenimo, da
gre za linearno odvisnost. Enako časovno zahtevnost dobimo pri prikazu s
paraboloidi.
Osnovna algoritma metod najbližjih sosedov in obratnega uteževanja raz-
dalj, po izrisu s primitivi, nadaljujeta s korakom interpolacije. Pri tem pre-
iskujeta neko določeno območje, zato je časovna zahtevnost neposredno od-
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Slika 4.4: Čas upodabljanja v odvisnosti od števila točk za prikaz s točkami
fiksnih velikosti
visna od njegove velikosti.
Glavni gradnik algoritma Jump Flooding je posamezen korak, ki v naši
implementaciji zahteva svojo stopnjo upodabljanja. Število korakov je enako
⌈log2(d)⌉, kjer je d največja dimenzija slike. Iz tega sledi, da je tudi časovna
zahtevnost odvisna predvsem od izbrane ločljivosti. Hipotezo preverimo s
testom na nekaj standardnih ločljivostih in dobimo rezultate v tabeli 4.2. Iz
časov se jasno vidi dodatnih 10 milisekund za vsak korak, ki je dodan, ko
dimenzija slike preseže potenco števila 2.
Algoritem za metodo naravnih sosedov vsebuje vse tri, do sedaj opisane
koncepte: upodabljanje s primitivi, algoritem JumpFlooding in preiskovanje
območja. Njegova časovna zahtevnost je torej odvisna od vseh treh dejavni-
kov: števila točk, dimenzije slike in velikosti preiskovanega območja.
Za konec sta ostala še algoritem obratnega uteževanja razdalj in naša pre-
dlagana metoda. Ta dva se z uporabo funkcije blend izogneta vsakemu prei-
skovanju. Tudi končni korak, izračuna rezultata v senčilniku fragmentov, ima
konstantno časovno zahtevnost. Lastni algoritem pred tem izvaja še filtrira-
nje, ki zahteva le dodatno stopnjo upodabljanja s paraboloidi, za izdelavo glo-
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Ločljivost Čas
640× 480 115 ms
800× 600 115 ms
1024× 600 115 ms
1280× 720 125 ms
1680× 1050 125 ms
1920× 1080 125 ms
2560× 1600 135 ms
Tabela 4.2: Čas uporabljanja za algoritem Jump Flooding pri različnih
ločljivostih.
binske slike. Posledično tu ne pričakujemo velike odvisnosti od ločljivosti slike
ali drugih dejavnikov. Pri preizkusu na standardnih ločljivostih (graf 4.5)
opazimo celo, da je časovna zahtevnost bolj podobna logaritemski. To je
verjetno posledica bolǰsega izkoristka niti na grafični kartici.
Slika 4.5: Čas upodabljanja v odvisnosti od ločljivosti pri prikazu z lastnim
algoritmom
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4.5 Interpretacija
Performančno gledano, lahko algoritme razvrstimo v tri jasno ločene razrede.
Te razlike so posledica načina implementacije in značilnosti delovanja grafične
kartice.
Za najhitreǰsi sta se izkazali metodi s prikazom fiksnih velikosti in prika-
zom s paraboloidi. Povprečni časi izrisa so bili pri obeh pod polovico milise-
kunde. To ni presenetljivo, saj ti dve metodi uporabljata funkcionalnosti, ki
so že implementirane v sami grafični kartici. Uporabljena je le ena stopnja
upodabljanja, kar pomeni le eno izvršitev grafičnega cevovoda. Prikaz s pa-
raboloidi je malenkost počasneǰsi, saj poleg rasterizacije ustvarja paraboloide
s popravljanjem globine posameznih fragmentov.
V naslednji razred spadata algoritma metode obratnega uteževanja s pac-
kami in naš lastni algoritem. Tukaj so časi več kot desetkrat dalǰsi od najhi-
treǰsega razreda. Ta dva algoritma namreč uporabljata več stopenj upoda-
bljanja. Glavni vzrok za tolikšno upočasnitev je dejstvo, da po vsaki stopnji
nadzor nad programom prevzame ogrodje RenderCore, ki pripravi vse po-
trebno za naslednjo stopnjo. V to spada izračun matrik glede na definirano
kamero, priklapljanje vhodnih tekstur, nastavljanje spremenljivk in izbranih
senčilnikov. Vse to se izvaja v JavaScript pogonu brskalnika in tako pri-
speva velik del h končnemu času izrisovanja. Bolǰse rezultate bi bilo možno
doseči z lastno implementacijo programa, brez uporabe RenderCore-a, ki bi
optimizirala potrebne klice vmesnika OpenGL na račun fleksibilnosti. Druga
možnost bi bila implementacija v kakšnem drugem programskem jeziku, ki
se ne interpretira, ampak se izvaja neposredno na operacijskem sistemu.
Najpočasneje sta tekla algoritma obratnega uteževanja razdalj brez pack
in metode naravnih sosedov. Ta dva algoritma uporabljata za svoje delova-
nje veliko število vzorčenj teksture, saj oba preiskujeta okolico okrog vsakega
fragmenta. Kot smo opisali v poglavju 3.2, je tak način delovanja zelo ne-
primeren za arhitekturo grafičnih kartic. Število vzorčenj bi seveda lahko
zmanǰsali in tako pospešili delovanje, vendar bi bil rezultat v kvalitativnem
smislu slabši. Pri uporabljenih parametrih na naši strojni opremi teh dveh
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algoritmov ne moremo uporabiti za upodabljanje v realnem času. Z njima
namreč ne moremo izdelati več kot pet sličic na sekundo.
Pri uvrščanju v omenjene tri razrede smo namenoma izpustili dva algo-
ritma. Gre za algoritem Jump Flooding in metodo najbližjih sosedov. Prvi
deluje z več stopnjami upodabljanja in bi po arhitekturi sodil v drugi hitro-
stni razred. Drugi deluje po principu vzorčenja in je po delovanju najbolj
podoben najpočasneǰsim algoritmom. Kljub temu dosegata ravno obratne
rezultate od pričakovanih. Vzrok za počasno delovanje algoritma Jump Flo-
oding je v velikem številu stopenj upodabaljanja. Vornojev diagram namreč
gradi na celotni sliki (v našem primeru to pomeni 11 korakov), medtem ko
osnovna implementacija metode najbližjih sosedov preiskuje bližnjo okolico
vsake pike. Število stopenj bi lahko zmanǰsali (na ⌈log2(20)⌉ = 5, da bi bila
oba pristopa ekvivalentna) in dosegli bistveno hitreǰse delovanje, a kvaliteta
prikaza ne bi bila nič bolǰsa.
Pri primerjanju rezultatov algoritmov z mrežno rekonstrukcijo modela
opazimo, da so vsi algoritmi dosegli podobnosti med 90 in 94 odstotki. Na
prvem mestu je naš lastni algoritem z 93,92 %. Drugo in tretje mesto zase-
data prikaz s točkami fiksnih velikosti in prikaz s paraboloidi. Slednji v skladu
s pričakovanji dosega malenkost bolǰsi rezultat (92,55 % proti 92,33 %). Kot
že omenjeno so na prvih treh mestih na lestvici algoritmi, ki odstranjujejo
točke iz zakritih površin. Pri tem naš algoritem še dodatno zgladi robove,
druga dva pa na sliki pustita ostre prehode med točkami. Zelo blizu je tudi
prva implementacija obratnega uteževanja razdalje z 92,32 %. Sledi metoda
naravnih sosedov in oba pristopa metode najbljižjih sosedov. Najslabši rezul-
tat je dosegla impementacija obratnega uteževanja razdalje z uporabo pack
in funkcije blend.
Iz vseh opravljenih meritev in grafa 4.2 lahko zaključimo, da moramo
za najbolǰso kvaliteto upodobitve uporabiti naš lastni algoritem. Čas upo-
dabljanja 5,3 ms na našem testnem sistemu pomeni 188 sličic na sekundo,
kar v večini primerov zadostuje za uporabo v realnem času. V kolikor bi
želeli močno povečati ločljivost slik ali pa vizualizacijo poganjati na manj
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zmogljivih sistemih (mobilne ali vgrajene naprave) in bi čas preveč nara-
stel, se lahko poslužimo tudi upodabljanja s paraboloidi, oziroma v skrajnem
primeru prikaza s točkami fiksnih velikosti.
Poglavje 5
Zaključek
V sklopu tega magistrskega dela smo v ogrodju RenderCore uspešno imple-
mentirali pet že znanih metod, s katerimi lahko upodabljamo oblake točk. Na
podlagi opažanj in pridobljenih izkušenj smo razvili nov algoritem, ki vpelje
opisano metodo filtriranja in jo združi s končno obdelavo po metodi naravnih
sosedov. Vse razvite algoritme smo kvalitativno in performančno preizkusili
na šestih modelih. Pri kvalitativnih testih smo merili podobnost z upodobi-
tvijo mrežnega modela, ki je nastal kot rekonstrukcija posameznega oblaka
točk. Performančna analiza je zajemala merjenje časa izrisovanja in časa
aktivnosti grafične kartice. Za tri implementacije: prikaz s točkami fiksnih
velikosti, prikaz s paraboloidi in naš lastni algoritem, smo nato z dodatnimi
testi poiskali parametre, ki dajejo najbolǰso podobnost z referenčno sliko.
Na ta način smo z našim algoritmom dosegli najbolǰse rezultate v kvalitativ-
nem smislu. Performančno je lastni algoritem približno dvajsetkrat slabši od
najhitreǰsih dveh. To je v veliki meri posledica njegove zasnove, deloma pa
tudi neučinkovitosti implementacije zaradi zastavljenih omejitev. Koncept
pri drugih dveh algoritmih je namreč tako preprost, da njuna implementa-
cija uporablja le eno stopnjo izrisa. Poleg tega so vse ključne funkcionalnosti
(kot na primer globinski test) že na voljo v okviru strojne opreme.
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5.1 Nadaljnje delo
Naš lastni algoritem glede na opravljene teste daje najbolǰse rezultate. Kjub
temu ima določene pomanjkljivosti, potrebne izbolǰsav. Algoritem filtriranja
še vedno povzroča težave in iz scene odstrani preveč točk, kadar se zelo pri-
bližamo površini. Ob premikanju kamere zaradi diskretne narave filtriranja
prihaja do hitrega skrivanja in prikazovanja točk na robovih ploskev. Pri
naših testih, kjer smo testirali le statične upodobitve, ta pojav ni bil opazen.
Vendar pa pri realni aplikaciji, ko želimo uporabniku na primer prikazati
prelet nad območjem, tako utripanje točk postane moteče.
Kljub dobrim rezultatom paraboloidi fiksnih velikosti ne morejo zagoto-
viti ustrezne globinske teksture ob neenakomernih gototah porazdelitev točk.
Koncept načrta gostot, opisan v poglavju 3.6, se zato zdi smiseln in potre-
ben. Z ustrezno rešitvijo, ki bi omenjene težave rešila, bi lahko prǐsli do še
kvalitetneǰsih upodobitev.
Kot smo pisali v pregledu področja, je nekaj raziskav že obravnavalo
uporabo pristopov strojnega učenja za namen upodabljanja oblakov točk.
Glavno vprašanje je, kako hitro delujejo izdelani modeli, oziroma jih je možno
uporabiti za aplikacije v realnem času.
Dodatek A
Rezultati testiranja
Tukaj so zbrani rezultati meritev vseh testiranih algoritmov za vseh šest te-
stnih primerov. Naveden je celoten čas upodabljanja, čas aktivnosti grafične
kartice in odstotek podobnosti z referenčno sliko. Testirani algoritmi so:
a) Prikaz s točkami fiksnih velikosti
b) Metoda najbližjih sosedov
c) Algoritem Jump Flooding
d) Obratno uteževanje razdalje
e) Obratno uteževanje razdalje s packami
f) Metoda naravnih sosedov
g) Prikaz s paraboloidi
h) Lasten algoritem
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# Čas GPE Podobnost
1 0,2 ms 0,2 ms 93,93 %
2 0,3 ms 0,1 ms 93,15 %
3 0,3 ms 0,2 ms 92,25 %
4 0,2 ms 0,2 ms 97,07 %
5 0,2 ms 0,2 ms 84,91 %
6 0,2 ms 0,1 ms 92,68 %
Tabela A.1: Prikaz s točkami fiksnih velikosti
# Čas GPE Podobnost
1 11 ms 9,2 ms 93,97 %
2 11 ms 8,9 ms 84,62 %
3 11 ms 9,1 ms 93,22 %
4 12 ms 9,3 ms 97,98 %
5 12 ms 9,2 ms 84,77 %
6 11 ms 9,1 ms 92,38 %
Tabela A.2: Metoda najbližjih sosedov
# Čas GPE Podobnost
1 132 ms 102 ms 94,00 %
2 127 ms 107 ms 84,64 %
3 126 ms 106 ms 93,18 %
4 145 ms 107 ms 97,91 %
5 130 ms 110 ms 84,77 %
6 130 ms 113 ms 92,41 %
Tabela A.3: Algoritem Jump Flooding
# Čas GPE Podobnost
1 233 ms 232 ms 93,65 %
2 234 ms 231 ms 94,36 %
3 233 ms 232 ms 92,26 %
4 233 ms 230 ms 97,17 %
5 232 ms 232 ms 85,10 %
6 232 ms 232 ms 91,37 %
Tabela A.4: Obratno uteževanje razdalje
# Čas GPE Podobnost
1 5,1 ms 2,6 ms 93,51 %
2 5,3 ms 2,7 ms 84,43 %
3 5,2 ms 2,8 ms 92,94 %
4 5,4 ms 2,7 ms 96,94 %
5 5,2 ms 2,6 ms 84,71 %
6 5,1 ms 2,7 ms 92,33 %
Tabela A.5: Obratno uteževanje razdalje s packami
# Čas GPE Podobnost
1 187 ms 159 ms 94,59 %
2 192 ms 160 ms 84,91 %
3 188 ms 162 ms 93,94 %
4 186 ms 165 ms 98,03 %
5 185 ms 159 ms 85,11 %
6 190 ms 158 ms 93,06 %
Tabela A.6: Metoda naravnih sosedov
# Čas GPE Podobnost
1 0,3 ms 0,2 ms 94,06 %
2 0,3 ms 0,2 ms 93,52 %
3 0,3 ms 0,2 ms 92,37 %
4 0,2 ms 0,2 ms 97,63 %
5 0,2 ms 0,1 ms 84,83 %
6 0,3 ms 0,2 ms 92,87 %
Tabela A.7: Prikaz s paraboloidi
# Čas GPE Podobnost
1 5,0 ms 2,8 ms 95,86 %
2 5,3 ms 2,9 ms 94,26 %
3 5,1 ms 2,9 ms 94,95 %
4 5,3 ms 3,0 ms 98,29 %
5 5,3 ms 2,9 ms 85,27 %
6 5,7 ms 3,4 ms 94,85 %
Tabela A.8: Lasten algoritem
Dodatek B
Upodobitve
V tem dodatku so zbrane vse upodobitve, ki so bile uporabljene pri testiranju.
Vsaka slika je sestavljena iz treh delov: levi prikazuje upodobitev mrežnega
modela, sredinski je slika razlik, desni pa končni rezultat. Za vsakega od
šestih testnih primerov je prikazanih osem upodobitev, po ena za vsakega od
algoritmov:
a) Prikaz s točkami fiksnih velikosti
b) Metoda najbližjih sosedov
c) Algoritem Jump Flooding
d) Obratno uteževanje razdalje
e) Obratno uteževanje razdalje s packami
f) Metoda naravnih sosedov
g) Prikaz s paraboloidi
h) Lasten algoritem
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(a) (b)
(c) (d)
(e) (f)
(g) (h)
Slika B.1: Testni primer 1
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(a) (b)
(c) (d)
(e) (f)
(g) (h)
Slika B.2: Testni primer 2
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(a) (b)
(c) (d)
(e) (f)
(g) (h)
Slika B.3: Testni primer 3
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(a) (b)
(c) (d)
(e) (f)
(g) (h)
Slika B.4: Testni primer 4
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(a) (b)
(c) (d)
(e) (f)
(g) (h)
Slika B.5: Testni primer 5
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(a) (b)
(c) (d)
(e) (f)
(g) (h)
Slika B.6: Testni primer 6
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