definitions, discrete states and state transitions. In section 3, we give a simplified version of the SHIFT model.
We discuss the models of a type, a component and the world and give the formal semantics of the model.
Related Work
SHIFT is used to describe models with switched differential equations (such as a vehicle with automatic gear shift) and coordinated behaviors (such as communicating controllers). Standard simulation tools such as Matlab or MatrixX, while suitable for numerical integration of fixed sets of differential equations, are difficult to use in applications with rapidly changing sets of differential equations (due to the evolution of relationships among components), complex event-triggering conditions (such as existential queries on the state of the world), and complex program logic (such as synchronous compositions of state machines).
The hybrid systems approach [1] satisfies our needs for component modeling but it lacks the capacity to model dynamically reconfigurable interactions between components.
The Omola/Omsim [15] language has a very similar approach to hybrid system modeling as SHIFT.
However, Omola is designed to represent statically interconnected objects, and it does not provide the means of querying sets of components using existential quantifiers.
Statecharts [9] and Argos [13] , based on Statecharts, are approaches for synchronous discrete event modeling. Their focus is on hierarchical specification of finite state machines. SHIFT does not provide explicit facilities for hierarchical behavior specification; instead, it provides a sub-typing mechanism which can be used to organize components hierarchically. SHIFT adds continuous time semantics and dynamic reconfigurability of the synchronization structure.
Recent extensions to the DEVS [21] formalism have introduced notions of dynamic reconfiguration [2, 16] . However, the DEVS formalism is primarily aimed at untimed discrete event simulation and the extensions provided for continuous evolution laws are limited.
Our mathematical model for the discrete event semantics is similar to Milner's -calculus [14] . Both models achieve reconfiguration by a renaming of event labels used in synchronization.
The SHIFT Language
A SHIFT program describes a set of interacting objects called components, grouped into component types.
The SHIFT construct called the type declaration specifies the prototypical behavior of all components of a given type.
SHIFT additionally supports a small set of primitive data types (number and symbol) and of constructed types (array and set). In practice a SHIFT program would not use this exact code unless Cars is a small set. A more efficient mechanism requires maintaining multiple sets of cars associated with lanes and highway segments.
The SHIFT Model
The model presented in this section is austere and simplified. In the SHIFT model, the world W consists of a set of hybrid components h 1 ; : : :; h w : W = fh 1 ; : : :; h w g. Each component h is in a particular configuration C h , and collectively these determine the configuration of the world: C W = (C h 1 ; : : :; C hw ).
The world evolves in a sequence of phases. During each phase, time flows while the configuration of the world remains fixed. In the transition between phases, time stops and the set of components in the world and their configurations are allowed to change.
Each component has both continuous-time dynamics and discrete-event dynamics which depend on the configuration of the world. Components obey continuous-time dynamics within each phase and discreteevent dynamics in phase transitions.
The SHIFT mathematical model is class based [20] . The components are organized into types that describe the prototypical behavior of a component. We say that a component is an instantiation of its type. In a class based model one has to distinguish a variable's name from its value. Below when we refer to a variable x in the context of a type, we refer to the variable's name and when we refer to a variable x in the context of a component, we refer to its value.
Another important concept in a class based model is that of a component id. We assume that each component in the world has a unique identifier.
Type Description
The components are organized into types according to their prototypical behaviors. In this simplified model, Here, x C 0 denotes the vector obtained by listing the continuous variables of all elements of C 0 . We require that there be no cyclic dependencies between algebraically defined variables. 4 T is a finite set of tuples of the form = (q; q 0 ; g; E; a) where q; q 0 2 Q are respectively the from and to states of , g is a guard predicate, E is a set of event labels and a is an action that alters the state of the world. The guard predicate takes one of two forms:
1. g(x; x C 0 ) or 2. 9c 2 C i g(x; x c ; x C 0 ); 1 i m.
In the second form, multiple quantifiers are permitted (with obvious modifications of the form), and the quantifiers may be negated. The quantified variables may be used in the action a. 5 Informally, for to be taken, the guard must evaluate to true.
Each event label in E takes one of four forms: In the language, a transition which does not synchronize with others is specified by leaving E empty.
Such "internal" transitions are labeled .
The action a is a map from x, x C 0 and any variables in the guard or event labels to (x; C). It has the direct effect of resetting the continuous state and the configuration of the component. The action may also create new components and initialize them. In the language, actions may also reset the inputs of components in C 0 .
Component Description
A component h of type H assigns, at each time, values to its state variables (q; x; C). Associated to h is a hybrid automaton A h derived from the prototypical automaton A H using the values of C. The discrete states of A h are the same as the discrete states of A H -i.e., Q. A transition prototype with a guard in the form 9c 2 C g(x h ; x c ; x C 0 ) yields jC j transitions, one for each component c 2 C, with guards g(x h ; x c ; x C 0 ).
An event label l in the transition prototype is replaced by the event label h : l in the transition.
An event label c : l in the transition prototype is retained without change in the transition.
A transition prototype with an event label in the form 9c 2 C c : l yields jC j transitions, one for each c 2 C, with event label c : l.
A transition prototype with an event label in the form 8c 2 C c : l yields one transition with jC j event labels, one for each c 2 C, labeled c : l.
A transition prototype with multiple existential quantifiers in the guards or event labels yields one transition for each element in the cross product of the domains of those variables.
Finally, we assume that T h contains a trivial self-looping transition (q; True; ;; I; q) for each q 2 Q, where I is the identity function. Such a transition is not actually specified in SHIFT; we introduce it as a mathematical convenience.
Let events(A h ) be the set of all events appearing on the transitions of A h : events(A h ) = t2T h E t :
World Description
Now we describe the hybrid automaton A W associated to the world. g ∆ =^ig i :
The action associated to ∆ is the parallel execution of the actions of the component transitions in ∆-i.e., each map a i is evaluated using the state of the world just before the transition.
Our model performs synchronous composition of multiple automata. Our choice of this definition of world transitions rested on a tradeoff between ease of use and efficiency of implementation. An alternative would be to describe pair-wise cause-effect relationships between the transitions of different components [8, 12] . Programs written using the synchronous composition approach can be exponentially smaller than those written using cause-effect relationships. However, the algorithm for determining world transitions in the synchronous composition approach is exponentially more complex than the corresponding algorithm for the cause-effect synchronization approach. Thus, we preferred ease of use over efficiency of implementation. Cause-effect synchronizations can also be described in SHIFT using symbol-valued input-output connections. 6 SHIFT provides a mechanism for initiating the world by creating and initializing components at the start of the execution of a 2. Continuous evolution. For each i, 8t 2 ( 0 i ; i+1 ), x j;h k (t) = F (j;h k );(q i ;h k ) (x h k (t); x C 0 (h k ) (t)) if x j;h k is differentially defined, and x j;h k (t) = F (j;h k );(q i ;h k ) (x h k (t); x C 0 (h k ) (t)) if x j;h k is algebraically defined. 
World Semantics

