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Resum
Aquest projecte neix de la necessitat de l’IOC d’un sistema de control de distància entre vehicles
per als seguidors de línia que utilitza en les investigacions sobre vehicles autònoms. Anterior-
ment al projecte dits vehicles estan dotats de sensors d’infraroig per a mantenir-se en el camí
marcat i de sensors d’ultrasons per a evitar col·lisions immediates.
El control, consistent en un controlador d’acció proporcional, s’ha programat i implementat en
una placa computadora Raspberry Pi 3 i utilitza les llibreries ROS, que en permeten un alt nivell
de modularitat, i les llibreries ArUco que s’han utilitzat per a dotar els vehicle de la capacitat
de processar les imatges de la càmera amb la que estaran equipats. Aquestes últimes permeten
obtenir les dades de distància i orientació respecte el vehicle davanter, el que s’aprofita per a
computar els senyals de control pertinents.
El projecte s’ha conclòs satisfactòriament i, tot i que no ha estat possible implementar-lo físi-
cament degut a dificultats amb el protocol de comunicació, s’ha comprovat que els senyals del
controlador encaixen amb els definits en el marc teòric.
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1 Glossari
ArUco Augmented Reality Universidad de Córdoba. Llibreria de codi destinada a l’es-
timació de la posició per càmera utilitzant marcadors.
CPU Core Processing Unit
CSI Camera Serial Interface. Interfície de transmissió de dades entre una càmera i un
processador.
FPS Frames Per Second.
GPIO General Purpose Input Output. En un computador, pins genèrics d’entrada i
sortida d’informació
ID Número d’identificació.
IOC Institut d’Organització i Control.
I/O Input/Output.
LIDAR Laser Imaging Detection and Ranging.
RAM Random Access Memory. Memòria volàtil d’un computador
ROS Robot Operating System.
SBC Single Board Computer.
SO Sistema Operatiu.
UART Universal Asynchronous Receiver-Transmitter. Sistema de comunicació per ca-
ble que permet tant rebre com enviar informació
USB Universal Serial Bus.
Advertise Acció que realitza un node al publicar dades en un topic.
Callback (funció de) Funció que es crida quan es compleixen unes certes condicions, en el cas de
ROS quan es dona un esdeveniment de recepció de missatge.
Checksum Suma de verificació de bytes en una transmissió.
C++ Llenguatge de programació orientat a objectes estès del llenguatge C i disse-
nyat per Bjarne Stroustrup el 1979.
Driver Programa informàtic que permet la comunicació entre un dispositiu i el sis-
tema operatiu.
Hardware Maquinari. Conjunt d’elements físics que formen part d’un ordinador.
Input Entrada. Fa referència a aquells pins d’un controlador electrònic que estan
destinats a rebre informació.
Little endian Format de transmissió de bytes en el que el byte més significatiu es troba al
final.
GNU/Linux Familia de sistemes operatius lliures basats en el nucli Linux, creat el 1991
per Linus Torvalds.
Llibreria Col·lecció de codi i recursos que poden ser utilitzats per altres programes
informàtics.
Middleware Programari intermediari. Software que proporciona serveis a altres aplicaci-
ons.
Node Element executable en una sessió de ROS que realitza una funció específica
i que pot rebre/enviar dades a altres nodes.
Output Sortida. Fa referència a aquells pins d’un controlador electrònic que estan
destinats a transmetre informació.
Python Llenguatge de programació interpretat i multiplataforma dissenyat el 1991
per Guido van Rossum.
ROSMaster Node principal en una sessió de ROS que enregistra i negocia les comunica-
cions entre nodes.
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Service Sistema petició/resposta de comunicació entre nodes de ROS.
Subscribe Acció que realitza un node per rebre dades d’un topic.
Software Programari. Conjunt d’instruccions que indiquen a un ordinador com ha d’o-
perar.
Topic Busos d’informació mitjançant els quals els nodes intercanvien dades.
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2 Prefaci
2.1 Origen del projecte
Aquest projecte sorgeix degut a la necessitat de l’Institut d’Organització i Control (IOC) d’un
sistema de percepció per als seguidors de línia que utilitzen en els seus estudis en vehicles
autònoms. El sistema hauria de detectar els vehicles davanters i controlar el moviment del
propi per a evitar el xoc.
En un principi es pretenia utilitzar solament un sensor de detecció per làser (LIDAR) però la
llibreria ArUco permetria un millor control de distància frontal, ja que la precisió del sensor
LIDAR cau quan es tracta de cossos en ràpid moviment.
La incorporació d’una placa computadora (SBC) en els vehicles permetria la recol·lecció de
dades del LIDAR i ArUco, la presa de decisions i el control dels seguidors de línia de forma
autònoma. És per això que l’IOC ha decidit utilitzar-ne una en la que sigui possible córrer el
middleware ROS (Robot Operating System) i permetre la comunicació amb els altres autòmats
del laboratori que també l’incorporen.
2.2 Requisits
Els requisits de l’Institut estan lligats a la capacitat de comunicació dels seguidors de línia, el seu
control automàtic i la modularitat, transparència i independència del software que es desenvo-
lupi. Així doncs s’han definit els següents:
• Processament d’imatges de l’entorn a temps real amb la possibilitat de:
– Percebre altres vehicles
– Calcular distancies
– Emetre senyals de control al propi vehicle que evitin la col·lisió amb altres vehicles
• Ús del middleware ROS per a tasques de comunicació.
• Modularitat:
– Independent de l’entorn.
– Transparent als altres programaris desenvolupats per l’Institut.
– Adaptació senzilla a noves ordres.
– Actualitzable.
• Fàcil execució.
• Baix cost de recursos utilitzats.
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3 Introducció
3.1 Objectius del projecte
La finalitat d’aquest projecte està basada en el que s’ha enunciat a la Secció 2.2 i s’han distingit
objectius generals que es pretenen aconseguir amb les metes que caldrà assolir per a considerar
que ha estat completat satisfactòriament.
3.1.1 Objectius generals
L’objectiu principal és permetre que els seguidors de línia de l’IOCpuguin circular sense col·lisionar
els uns amb els altres, mantenint una certa distància.
A més a més també es pretenen millorar les pròpies habilitats acadèmiques en electrònica, pro-
gramació, control de sistemes i resolució de problemes així com conèixer i comprendre el fun-
cionament d’estratègies i eines com el middleware ROS i les llibreries ArUco.
3.1.2 Objectius específics
Els objectius i tasques marcades es descriuen a continuació:
• Dissenyar el control de maniobres que a partir de la referència visual proporcionada pels
marcadors ArUco emeti una ordre al vehicle que permeti evitar el xoc i mantenir la dis-
tància amb el vehicle davanter.
• Posar en marxa els nodes i llibreries necessàries per a utilitzar els marcadors ArUco i les
seves funcions associades.
• Programar el controlador. Haurà de complir els següents punts:
– Redactat en llenguatge C++.
– Execució com a node ROS, és a dir, que utilitzi les funcions i llibreries del middleware
ROS.
– Modular i independent dels sensors i actuadors. Ha de poder ser implementat i uti-
litzat en qualsevol vehicle o simulació que en proporcioni les dades suficients per a
la seva execució.
• Implementar el controlador en el vehicle autònom proporcionat per l’IOC.
• Programar els nodes necessaris per a la correcta comunicació i execució en el vehicle.
3.2 Abast del projecte
En aquest projecte es pretén crear els nodes ROS i programari necessari per al correcte funcio-
nament del sistema. No es considerarà modificar el programari ja elaborat per l’IOC ni altres
entitats que no estiguin directament relacionades amb el projecte o que no sigui de codi estric-
tament lliure.
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4 Definicions
En aquesta secció es descriuran i definiran els elements principals i se n’explicarà la seva aplica-
ció i necessitat dins aquest projecte. Es farà incís en tots aquells temes que es considerin bàsics
per al desenvolupament.
4.1 Seguidors de línia
El seguidor de línia es tracta d’una maqueta funcional de vehicle autònom elèctric que disposa
de sensors, actuadors, una bateria i una controladora (Figura 1):
• Sensors:
– Sensor de proximitat per ultrasons (x3). Informen a la controladora d’obstacles im-
mediats per tal d’aturar el vehicle.
– Sensor infraroig (x1). Detecta la posició del vehicle respecte la línia per evitar que es
desvii.
• Motors:
Disposa de 2motors elèctrics independents laterals els quals permetenmodificar la trajec-
tòria i la velocitat del vehicle. També disposa d’una roda esfèrica lliure a la part posterior.
• Bateria 12V:
La bateria proporciona l’alimentació als motors, la controladora i la placa computadora.
Un sistema d’electrònica de potència adapta la tensió per a cada component.
• Controladora Discovery:
Està basada en un microcontrolador STM32F407 al qual es carrega un firmware escrit en
llenguatge C. Té capacitat de comunicació UART (inicialment pensada per utilitzar en
conjunt amb un mòdul de comunicació sense fils) a través de la qual es poden enviar co-
mandes i pins I/O que permeten el control dels motors i la recollida de dades dels sensors.
Figura 1: Seguidor de línia utilitzat amb la placa computadora instal·lada. [Font: Autor]
El vehicle ha estat dissenyat i programat pels membres de l’IOC i és utilitzat en les seves inves-
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tigacions sobre vehicles autònoms. En aquest projecte s’utilitzarà com a base a la que s’imple-
mentaran els controls corresponents.
4.2 ROS
El middleware Robot Operating System (ROS) es tracta d’una col·lecció d’eines destinades a
simplificar la programació del comportament de robots i autòmats 1.
ROS, com a middleware, proporciona principalment serveis de comunicació entre programa-
ri destinat a aplicacions robòtiques i en facilita la programació tant de la gestió dels missatges
com dels estats dels autòmats. Aquests serveis de comunicació permeten alhora tasques de test
més senzilles i precises. Un altre punt important és que ROS permet crear programes comple-
tament modulars i transparents que poden ser utilitzats en qualsevol altra aplicació només amb
lleugeres o fins i tot nul·les modificacions.
4.2.1 Instal·lació de ROS i posada en marxa
ROS és només funcional en les distribucions de sistemes operatius Linux Debian i Ubuntu i en
les versions més noves també en Windows 10. Existeixen a data actual dues distribucions de
ROS que encara reben suport, essent ROS Melodic la darrera2 (Taula 2).
Versió Llançament Fi de vida
ROS Kinetic 23 maig 2016 maig 2021
ROS Melodic 23 maig 2018 maig 2023
Taula 2: Distribucions de ROS.
El procés de instal·lació de la distribució ROS Melodic per a Debian es descriu a continuació 3:
1. Instal·lar ROS Melodic. La versió Desktop-Full inclou diversos paquets de ROS útils.
$ sudo apt-get install ros-melodic-desktop-full
Per a instal·lar un paquet de ROS posteriorment només caldrà utilitzar la comanda (subs-
tituint [package] pel nom del paquet):
$ sudo apt-get install ros-melodic-[package]
Es poden buscar paquets utilitzant:
$ apt-cache search ros-melodic
2. Inicialitzar rosdep.
$ sudo rosdep init
1Web oficial: http://ros.org [Visitat per últim cop el 18 nov. 2019]
2http://wiki.ros.org/Distributions [Visitat per últim cop el 06 gen. 2019]
3Més informació a http://wiki.ros.org/ROS/Installation [Visitat per últim cop el 06 gen. 2020]
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$ rosdep update
3. Configurar l’entorn. Caldrà executar-ho a cada nova sessió. Per defecte:
$ source /opt/ros/melodic/setup.bash
4.2.2 Execució i funcionament de ROS
Quan s’inicia una sessió de ROS es posen en marxa diversos executables que han estat prèvia-
ment programats per a comunicar-se entre si. Els elements que componen una sessió de ROS
són els següents:
• ROS Core: Es tracta del conjunt de programes principals i necessaris per a la correcta
execució de ROS, cal que sigui llançat a cada sessió de ROS.
• Nodes: Són programes llançats per l’usuari que realitzen funcions concretes i que comu-
niquen i reben informació d’altres nodes. El més important és el node ROSMaster, llançat
automàticament quan s’executa el ROS Core, que actua com a servidor dels altres nodes i
en dirigeix les comunicacions. Poden ser programats en els llenguatges Python i C++.
Existeixen 3 mitjans pels quals dos nodes es poden comunicar:
– Topics: Flux continu de dades sortint d’un node (anomenat publisher) a un altre node
que s’hi subscriu (anomenat subscriber). Consta d’un sol missatge que conté dites
dades.
– Services: Consulta d’un valor per part d’un node a un altre node que respon. Consis-
teix en 2 missatges: el missatge de consulta i el de resposta.
– Actions: Petició d’un node a un altre node per a realitzar una acció no bloquejant en
2n pla. Es defineix amb 3 missatges: petició, resposta i feedback.
• Messages: Elsmissatges (omessages) són les estructures queutilitzen els nodes per comunicar-
se entre ells. Les dades que transmeten es defineixen segons el tipus del missatge. ROS
predefineix un ampli ventall demissatges (per exemple: geomètrics, d’acceleració, d’imat-
ge...) però l’usuari pot especificar-ne els seus propis en cas que ho consideri necessari.
La comunicació entre dos nodes es determina a través del node ROS Master. El nodes que es
comunicaran contacten amb el ROS Master i aquest en genera l’enllaç entre ambdós. En el cas
d’una comunicació a través de topic el publisher crea el topic i ho enuncia al ROS Master, que en
guarda la informació que el defineix. Un node subscriber demana posteriorment al ROS Master
subscriure’s al topic i aquest l’enllaça amb el node publisher (Figura 2). Un mateix node pot ser
subscriber i publisher a la vegada de dos topics diferents.
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Figura 2: Esquema del procés de comunicació entre dos nodes ROS. [Font: Autor]
Per posar en marxa el ROS Core es llança directament des de la consola. Cal configurar l’entorn
amb els pertinents fitxers .bash si no s’ha dut a terme prèviament:
$ source /opt/ros/melodic/setup.bash
$ roscore
Amb el ROS Core executant-se es poden utilitzar totes les funcionalitats de ROS. Els nodes s’a-
grupen en paquets i es poden llançar individualment utilitzant la següent comanda:
$ rosrun [package_name] [node_name] [params]
ROS ofereix l’eina roslaunch que permet llançar diversos nodes amb una configuració determi-
nada que s’hagi programat anteriorment en un fitxer *.launch. També posarà en marxa el ROS
Core automàticament:
$ roslaunch [package_name] [launchfile_name].launch
4.3 ArUco
ArUco es tracta d’una llibreria de C++ dissenyada pel grup AVA de la Universidad de Córdo-
ba4 ([Romero-Ramirez et al., 2018], [Garrido-Jurado et al., 2016]) la funció de la qual és estimar
la posició d’objectes del mon real a través d’imatges obtingudes per càmera digital i utilitzant
4Web oficial: http://www.uco.es/investiga/grupos/ava/node/26 [Visitat per últim cop el 08 gen. 2020]
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marcadors quadrats5 (Figura 3).
Figura 3: Marcador ArUco corresponent al número d’identificació 48. [Font: Autor]
A partir d’un identificador (ID) i coneixent la mida del marcador, la llibreria permet captar-lo
i obtenir-ne la orientació i posició respecte la càmera (Figura 4).
El codi també està disponible en forma de paquet de ROS. El paquet inclou 3 nodes:
• marker_publisher: obté i publica un llistat amb els ID d’aquells marcadors que detecti.
• single: Fa el seguiment d’un ID en concret i en publica la orientació i distància.
• double: ídem que el node single però amb 2 ID a la vegada.
Figura 4: Esquema de funcionament del sistema ArUco. La càmera capta la imatge, el software
d’ArUco la processa i en dona els valors de posició i orientació. [Font: Autor]
Els marcadors, degut a que han de ser reconeguts per una càmera de vídeo, s’ha decidit que es
plastifiquin amb pel·lícula mat. Els resultats del reconeixement, tal com es pot comprovar en la
Figura 5, milloren en utilitzar una pel·lícula mat en comptes d’una brillant.
5Generador en línia de marcadors ArUco: http://chev.me/arucogen/ [Visitat per últim cop el 08 gen. 2020]
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Figura 5: Comparació de resultats utilitzant una pel·lícula brillant (esquerra) i una mat (dreta)
[Font: Autor]
4.4 Placa Computadora
S’ha decidit dotar el seguidor de línia d’una placa computadora per tal de poder executar-hi
ROS i transmetre informació per UART a la controladora Discovery. D’aquesta forma es pro-
cessaria la informació directament en el vehicle sense necessitat d’utilitzar un ordinador extern
ni comunicació sense fils, tasques que alenteixen el sistema.
Degut a les dimensions, prestacions i disponibilitat s’ha escollit utilitzar una placa computadora
Raspberry Pi 3 Model B (Taula 3).
Concepte Valor
Dimensions 85 mm x 53 mm
Alimentació 5 V (Micro USB o GPIO)
Processador 1.2 GHz ARM64
RAM 1 GB
Ports USB 4
Entrades de vídeo 1 (CSI)
Comunicació SPI, I2C, UART
Xarxa Ethernet, WiFi, Bluetooth 4.2
SO Raspbian (per defecte)6
Taula 3: Especificacions Raspberry Pi 3 B [Raspberry Pi (Trading) Ltd., 2019].
Per causa de dificultats de compatibilitat amb el driver de la càmera s’ha decidit instal·lar una
distribució del sistema operatiu Ubuntu a la Raspberry Pi 3 en comptes d’utilitzar Raspbian,
una distribució de Debian, que incorpora per defecte.
Aquest fet ha impedit que es pugui utilitzar ROS Melodic ja que no ofereix compatibilitat amb
dit sistema operatiu i en canvi s’ha optat per la versió més antiga ROS Kinetic (Taula 2).
6Les plaques Raspberry Pi admeten diversos sistemes operatius basats i no basats en Linux. Un llistat complet es
pot trobar a https://en.wikipedia.org/wiki/Raspberry_Pi [Visitat per últim cop el 08 gen. 2020].
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La placa computadora disposa també d’una serie de pins GPIO (Figura 6) que permeten accedir
de forma senzilla als pins d’alimentació i comunicacions de la placa. Per aquest projecte s’han
requerit:
• Alimentació: pins 4 (5V) i 5 (Ground).
• UART: pins 8 (UART TX) i 10 (UART RX).
Tal com es pot comprovar en la Figura 6 la Raspberry Pi 3 no disposa de pins de control de flux
de la UART, per tant no es tindrà en compte aquesta funcionalitat.
Figura 6: Esquema de pins GPIO del model Raspberry Pi 3 B. [Font: raspberry-spy]
La placa Raspberry Pi 3 admet entrada de vídeo tant per USB comper CSI a través d’una càmera
externa. En aquest projecte el port CSI, juntament amb un mòdul extern de càmera estàndard
(Figura 7), ha estat utilitzat per a dotar la placa de captura de vídeo en temps real.
Figura 7: Càmera amb sortida CSI emprada en el projecte. [Font: amazon.es]
El paquet de ROS raspicam_node7, que actua de driver per a aquest model de càmera, està dis-
ponible per a la placa controladora. La configuració que millor s’adapta a les necessitats del
7Projecte a GitHub: https://github.com/UbiquityRobotics/raspicam_node [Visitat per últim cop el 11 gen.
2020]
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projecte (Taula 4), d’alta velocitat en detriment de la resolució, no ha estat possible utilitzar-la
degut a errors del propi node (Figura 8); és per aquest motiu que s’ha decidit optar per una
configuració més lenta però funcional (Taula 5).
Concepte Valor
Resolució 410x308
FPS 30
Taula 4: Configuració òptima per al node raspicam_node.
Figura 8: Imatge obtinguda amb la configuració de la Taula 4. [Font: autor]
Concepte Valor
Resolució 1280x720
FPS 20
Taula 5: Configuració final per al node raspicam_node.
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5 Metodologia
En aquesta secció es descriuen els passos que s’han seguit per dur a terme el projecte.
5.1 Marc teòric
La solució proposada per a complir els objectius plantejats en la secció 3.1 es tracta del disseny
d’un sistema de control de llaç tancat que permeti mantenir una distància desitjada a una meta.
5.1.1 Sistema de control
El sistema de control a implementar consisteix en una planta, que es tradueix físicament en el
seguidor de línia (Secció 4.1), un controlador i un sensor, que correspon a la càmera de vídeo
(Secció 4.4). La Figura 9 representa el diagrama de control:
• Senyal de referència (D_ref): Correspon a la distància desitjada a mantenir i es tracta
d’un senyal d’esglaó de valor fix.
• Senyal de sortida (D): Correspon a la distància real al marcador, és a dir, al vehicle da-
vanter.
• Control: Partint de l’error entre la distància desitjada i la real (E = D_ref − D) genera
una senyal de control (U). S’ha considerat que un controlador d’acció proporcional és
suficient per a obtenir error nul ja que, havent aproximat la planta, el tipus del sistema és
2 [Villà Millaruelo, 2000].
• Planta: Rep la senyal de control (U) i actua en conseqüència, augmentant o reduint la dis-
tància real (D) al marcador. Com que la resposta a les comandes de canvis de moviment
del vehicle són gairebé instantànies es pot aproximar comun bloc de doble integrador pur.
• Sensor: Utilitzant les imatges que extreu de la càmera i el codi de la llibreria ArUco (Sec-
ció 4.3) capta la posició del marcador respecte la planta i tanca el llaç. Al tractar-se d’un
sistema digital està limitat en el període (T ) al que pot proporcionar les dades. Matemà-
ticament es considerarà com un bloc de guany unitari i es negligirà el retard que pugui
aportar.
• Període de mostreig (T ): Mínim període amb el qual el sistema és capaç d’operar, és a
dir, el del dispositiu més lent. En aquest projecte correspon a la freqüència de captures
d’imatge de la càmera (FPS): f = 20s−1 (T = 0.05).
Figura 9: Diagrama de control. [Font: Autor]
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5.2 Descripció del funcionament
A la pràctica tant el sensor com el sistema de control formaran part del software de la placa
computadora (excepte el mòdul de la càmera) i s’enviaran les comandes necessàries a la con-
troladora Discovery (Secció 4.1), que actuarà com a planta, a través de la UART de la Raspberry
Pi (Secció 4.4).
La Figura 10 representa el muntatge final: La càmera (blau fosc) envia la imatge captada a la
Raspberry Pi (vermell) que en computa la senyal de control (Speed cmd) i la transmet a través
dels pins de UART (groc i blau clar). La comanda és rebuda per la Discovery (verd) que con-
trola el gir dels motors (gris) que es tradueix en el moviment de tot el vehicle.
Figura 10: Esquema general. [Font: Autor]
El programari que computa la senyal de control, instal·lat dins la placa computadora, s’ha pro-
gramat utilitzant llenguatge C++ i les llibreries de ROS (Secció 4.2). Consisteix en diversos
nodes ROS que es comuniquen entre si per a calcular el valor de la senyal i extreure-la a través
del pin corresponent de la Raspberry Pi (Figura 11):
Figura 11: Diagrama de comunicació de nodes ROS. [Font: Autor]
1. La imatge arriba a través del mòdul de la càmera al node raspicam_node (Secció 4.4) que
publica els següents missatges:
• /camera_info (tipus: sensor_msgs/CameraInfo): informació sobre campdevisió, hardwa-
re,... de la càmera.
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• /image (tipus: sensor_msgs/Image): matriu que conté la imatge en brut.
2. Els nodes del paquet aruco_ros (Secció 4.3) utilitzen els missatges publicats pel node ras-
picam_node per a calcular i publicar la posició i orientació del marcador (Figura 12):
• single: publica missatges /marker (tipus: visualization_msgs/Marker) que contenen
les dades de la posició i orientació del marcador.
• marker_publisher: publicamissatges /markers_list (tipus: std_msgs/UInt32MultiArray)
amb els ID de tots els marcadors detectats.
3. El node CDR (Controlling Distance on Road) o cdr_node és la implementació per software
del controlador d’acció proporcional descrit a la Secció 5.2. A partir d’una distància de
referència i un valor deKP (constant d’acció proporcional) proporcionats en el llançament
del node i de les dades obtingudes pels nodes del paquet aruco_ros calcula i publica una
senyal d’acceleració i/o velocitat (segons s’hagi configurat):
• /acceleration (tipus: geometry_msgs/Accel): Senyal de control per a la planta en for-
ma d’acceleració.
• /speed (tipus: geometry_msgs/Twist): Senyal de control per a la planta en forma de
velocitat.
4. El node de protocol (protocol_node) adapta la senyal a una cadena de bytes (/byte_array de
tipus std_msgs/Int8MultiArray) conforme un protocol de comunicació establert prèvia-
ment.
5. El node de UART (uart_node) es tracta d’un node independent i compatible estrictament
amb plaques computadores Raspberry Pi. La seva funció és transmetre a través del pin
TX de la UART una cadena de bytes, en aquest cas la rebuda des del protocol_node.
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Figura 12: Resultat visual de la imatge després de ser tractada amb els nodes del paquet aru-
co_ros. [Font: Autor]
Aquesta estructura permet que els nodes siguin intercanviables en qualsevol moment per altres
amb funcions similars sense haver de modificar i tornar a compilar tot el software de nou. A
continuació es presenten alguns exemples:
• La senyal d’acceleració/velocitat del cdr_node pot ser utilitzada directament en una simu-
lació.
• En el cas d’un canvi en el protocol és senzill intercanviar el node i no requereix modificar
els nodes del controlador i la UART.
• Els nodes de protocol i de UART poden ser utilitzats en altres projectes.
• Si el sistema de comunicació es modifica (evolució del model de placa controladora, can-
vi de sistema de comunicació, ús de xarxa sense fils...) només és necessari substituir el
uart_node.
5.3 Nodes ROS
En aquest projecte s’han definit i programat els nodes ROS cdr_node, protocol_node i uart_node. En
aquesta secció es detalla cadascun d’ells. Els respectius codis font es poden trobar als Annexos
A, B i C.
5.3.1 Node controlador (cdr_node)
Aquest node consisteix en una funció principal simple d’inicialització que conté el llaç que crida
les funcions de callback, és a dir aquelles que es criden quan es llança un esdeveniment de recep-
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ció demissatge. Dita funció principal (Figura 13) inicialitza els paràmetres, genera els publishers
i subscribers que el node requereix i seguidament entra en el bucle Spin (recepció i emissió de
missatges) fins que ROS s’atura.
Figura 13: Diagrama de la funció principal habitual d’un node. [Font: Autor]
En llançar el node es poden configuren els següents paràmetres (accessibles a l’usuari):
• desired_distance: distància desitjada a mantenir. Correspon a la distància de referència
D_ref .
• sampler_period: Període de mostreig T .
• controller_accel_kp: Valor del coeficient d’acció proporcionalKP del controlador d’accele-
ració. Es pot desactivar configurant-lo aKP = −1.
• controller_speed_kp: Valor del coeficient d’acció proporcional KP del controlador de velo-
citat. Es pot desactivar configurant-lo aKP = −1.
• markerId: Número d’identificació del marcador seguit.
Es defineixen també les següents classes:
• Plant (instància plant): Emmagatzema els valors de la planta (acceleració, velocitat, dis-
tància (D_ref i D) i error E).
• Sampler (instància sampler): Controla el període de mostreig comparant els valors de l’úl-
tim instant de temps utilitzat i el present.
• Controller (instància controller_speed i controller_acceleration): Calcula la senyal de control
a partir d’una entrada i els valors dels coeficients d’acció proporcional, integradora i de-
rivativa.
• MarkerList (instància marker_list): Guarda els valors dels ID dels marcadors en el rang de
visió de l’últim instant de temps.
Existeix una funció de callback per a cada missatge que pot rebre el node:
• /markers_list callback (Figura 14): Reomple la llista de IDsdemarcadors (l’objectemarker_lists)
en el rang de visió i fa saltar el mostrejador (sampler) si el marcador seguit no és dins la
llista:
// Clear the list
marker_list.clearIDList();
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// Loop through the Aruco IDs found
for(std::vector<uint32_t>::const_iterator it = msg.data.begin(); it != msg.data.end(); ++it)
{
marker_list.addIDToList(*it);
}
// If the tracked marker is not found triggers the sampler if it has to (so it stays synchrounous even if the marker is not in range)
if(!marker_list.IDInRange(marker_id[0])){
if(sampler.triggerSampler(ros::Time::now())){
//Marker not in range
}
}
• /marker callback (Figura 15): Si el mostrejador no està llest per el següent cicle la funció
finalitza immediatament, és a dir, espera a rebre un missatge en el període de mostrat-
ge definit. En cas contrari s’estableix el nou valor de distància a l’objecte plant i, segons
el controlador que estigui activat (acceleració/velocitat), calcula la senyal de control i la
publica:
plant.setCurrentDistance(msg.pose.position.z);
// Speed control
if(controller_speed.enabled()){
// Create the Twist message
geometry_msgs::Twist speedMsg;
speedMsg.linear.z = controller_speed.controlSignal(plant.getCurrentError());
// Publish the Twist message
desiredSpeedPub.publish(speedMsg);
}
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Figura 14: Diagrama de la funció de callback de /marker_list del node cdr_node. [Font: Autor]
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Figura 15: Diagrama de la funció de callback de /marker del node cdr_node. [Font: Autor]
5.3.2 Node de protocol protocol_node
La funció principal del node de protocol és l’habitual trobada en la majoria de nodes ROS (Fi-
gura 13). Disposa d’una o diverses funcions de callback que segueixen la mateixa estructura
(Figura 16): El node capta el valor del missatge entrant i, segons el protocol definit, omple
l’estructura del missatge sortint /byte_array amb els bytes que corresponguin.
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Figura 16: Estructura de la funció de callback del node protocol_node. [Font: Autor]
En el cas d’aquest projecte el node de protocol només s’ha generat per a comandes de velocitat,
tal i com estava definit en el firmware de la controladora Discovery (Secció 4.1), amb el nom de
carmine_protocol_node.
+IPD,a,b:>CMD<CR><LF>
on:
• a correspon al número d’identificació de la comunicació (només rellevant en comunicació
sense fils).
• b correspon a la mida del missatge, és a dir, al nombre de bytes que conté.
• CMD és la comanda que s’envia. En l’àmbit d’aquest projecte s’utilitza únicament la se-
güent:
U1=VAL
on VAL correspon al valor de la velocitat en format cadena de caràcters.
• <CR><LF>: caràcters de retorn de carro i salt de línia, corresponents als valors hexade-
cimals 0D i 0A respectivament.
Per altra banda s’ha definit l’estructura d’un nou protocol, anomenat RUPIOC (ROS-UART Pro-
tocol IOC), que permetria unificar diverses comandes a més de tenir cert control de verificació.
La cadena de bytes que es transmet es defineix a continuació (Taula 6):
DLE STX SZ TP MSG CHK DLE ETX
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Element Descripció Mida (bytes) Valor
DLE Data Link Escape 1 0x10
STX Start of Trasmission 1 0x02
ETX End of Transmission 1 0x03
SZ Mida (Size) 1 Mida (bytes) de TP+MSG
TP Tipus (Type) 1 Tipus de missatge
MSG Missatge (Message) SZ-1 Valor (format little endian)
CHK Suma de verificació (Checksum) 2 Checksum CRC-16
Taula 6: Detalls del protocol RUPIOC.
5.3.3 Node UART (uart_node)
La funció principal d’aquest node segueix un esquema (Figura 17) que difereix lleugerament de
l’habitual. Després d’inicialitzar-se comprova en bucle si la cua de transmissió de bytes conté
algun valor. En cas afirmatiu els envia a través de la UART i no és fins que aquesta queda buida
que capta els missatges entrants del topic /byte_array:
//LOOP
while(ros::ok()){
// Send bytes through UART TX
if(!bytesTXQueue.empty()){
// Send all the queued bytes in bytesTXQueue
while(!bytesTXQueue.empty()){
serialPutchar(Serial, bytesTXQueue.front());
bytesTXQueue.pop();
}
}
ros::spinOnce();
}
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Figura 17: Diagrama de la funció principal del node uart_node. [Font: Autor]
La funció de callback de dits missatges (Figura 18) posa a la cua de transmissió els bytes que ha
rebut i finalment retorna.
Figura 18: Diagrama de la funció de callback de /byte_array del node uart_node. [Font: Autor]
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Aquest node utilitza les llibreries WiringPi8, escrites en llenguatge C i destinades a l’accés dels
pins GPIO de les plaques computadores Raspberry Pi.
5.4 Implementació
La implementació a la placa computadora s’ha realitzat bolcant-hi el codi elaborat i compilant-
lo en la pròpia Raspberry Pi 3.
Utilitzant el fitxer cdr.launch presentat a l’Annex D és possible executar tots els nodes necessaris
amb la configuració desitjada:
• Node de càmera (rasicam_node). Resolució, FPS, tipus de missatge d’imatge i localització
del fitxer d’informació de la càmera configurables.
• Nodes marker publisher (marker_publisher) i single (single) d’ArUco. Mida del marcador
i ID configurables així com altres opcions per a simulacions.
• Node controlador (cdr_node). Distància desitjada, període demostreig, valors de constant
proporcional i ID del marcador configurables.
• Node de protocol (carmine_protocol_node o rupioc_node).
• Node de UART (uart_raspi3_node). Dispositiu i velocitat de transmissió configurables.
8Web oficial: http://wiringpi.com/ [Visitat per últim cop el 13 gen. 2020]
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6 Resultats
En aquesta secció es presenten els tests elaborats i resultats obtinguts derivats de l’execució del
projecte.
6.1 Programari desenvolupat
Els nodes desenvolupats realitzen les funcions i comunicacions tal com s’han definit en la Secció
5.3. Es poden comprovar els resultats utilitzant els missatges /rosout per a mostrar cadenes de
test per pantalla. La Figura 19 mostra els missatges de test emesos pels nodes en allunyar un
marcador, amb número d’identificació ID=7, del camp de visió de la càmera.
Figura 19: Missatges de test dels nodes del projecte en funcionament en allunyar un marcador
del camp de visió de la càmera. [Font: Autor]
S’han escollit, a mode de test, valors de 1 i 0, 1m per aKP iD_ref respectivament. Tal i com es
pot comprovar en les línies 14 i 15 de la Figura 19 els resultats es corresponen amb els teòrics
(Taula 7).
KP Dref D U teòrica U obtinguda Error
1 0,1m 0,412524m 0,312524m/s2 0,312524m/s2 0,00%
Taula 7: Valors reals i teòrics de la sortida del controlador.
pàg. 34 Memòria
6.2 Implementació a la placa computadora
Per a comprovar la sortida del pin TX de la UART de la placa computadora s’ha utilitzat una
interfície via USB la qual ha permès observar els valors transmesos. La Figura 20 mostra els
valors teòricament sortints del node en base decimal i la Figura 21 mostra els valors obtinguts
(marcats en vermell els que es corresponen a l’instant de la Figura 20) de llegir el pin TX de
la UART de la Raspberry Pi 3 en base hexadecimal. Tal com es pot comprovar els valors es
corresponen amb exactitud.
Figura 20: Sortida de la consola de ROS dels valors enviats a través de UART. [Font: Autor]
Figura 21: Valors obtinguts a través de la interfície USB. [Font: Autor]
També s’han obtingut els valors d’ús de la CPU durant l’execució dels nodes, que es presenten
a la Taula 8. Es pot observar doncs que la placa computadora treballa al màxim de la seva
capacitat.
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CPU Core 1 CPU Core 2 CPU Core 3 CPU Core 4
100,00% 100,00% 100,00% 100,00%
Taula 8: Ús dels nuclis del processador de la Raspberry Pi 3.
El consum elèctric de la Raspberry Pi 3 s’ha mesurat alimentant-la a través d’una font del labo-
ratori (Figura 23) la qual permet mesurar el valor de la intensitat. Tal com es mostra a la Figura
22, el consum és d’uns 1000mA.
Figura 22: Consum marcat per la font. [Font: Autor]
Figura 23: Configuració del vehicle alimentat a través de la font. [Font: Autor]
pàg. 36 Memòria
6.3 Fusió amb la controladora Discovery
La fusió amb la controladora Discovery no ha estat positiva degut a dificultats amb el protocol
utilitzat en el firmware. És per això que no ha estat possible utilitzar el senyal emès pels nodes
per a controlar mecànicament els motors del seguidor de línia.
Aconseguir la completa implementació permetria trobar experimentalment el valor òptim del
coeficient d’acció proporcional del controladorKP i conèixer el comportament real del sistema.
Les dades obtingudes també aportarien informació per a validar les aproximacions de la Secció
5.1.
Salvar aquestes dificultats comportaria modificar el firmware de la placa controladora, fet que
queda fora de l’abast d’aquest projecte.
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7 Pressupost
En aquesta secció es detallen els costos derivats de l’elaboració d’aquest projecte.
7.1 Cost de personal
Es considera que el projecte ha estat dut a terme per un sol enginyer durant 300 hores9 al que
es pagaria un sou de 10€ per hora treballada, acumulant un total de 3000€ (Taula 9).
Nombre d’enginyers 1
Hores treballades 300 h
Preu per hora 10 €/h
Cost de personal 3000,00 €
Taula 9: Cost de personal del projecte.
7.2 Cost de programari
Tot el programari utilitzat es tracta de programari lliure i gratuït, per tant el cost de llicències és
nul (Taula 10).
Cost de programari 0,00 €
Taula 10: Cost de programari del projecte.
7.3 Cost de material
S’ha requerit la compra de tres components. La placa computadora Raspberry Pi 3 (Secció
4.4) per valor de 37,90€, un equip de refrigeració per a la mateixa, amb la intenció de mitigar
l’escalfament del processador, de cost 4,84€ i el mòdul de càmera de vídeo (28,60€). En total
s’han destinat 71,34€ a la compra de dispositius electrònics i material (Taula 11).
Raspberry Pi 3 37,90 €
Kit Refrigeració RP3 4,84 €
Mòdul de càmera RP3 28,60 €
Cost de material 71,34 €
Taula 11: Cost de material del projecte.
7.4 Cost energètic
El consum energètic dels dispositius en funcionament és de 1A a 12V (Secció 6), el que equival
a 12W de potència. Degut al baix consum elèctric s’ha decidit negligir el cost energètic del
projecte.
9El Treball de Fi de Grau es considera una assignatura de 12 ECTS en la guia docent de la ETSEIB, que equival a
300 hores de treball.
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7.5 Cost total
Tenint en compte els costos presentats en els punts anteriors el cost total és de 3071,34€ (Taula
12).
Cost de personal 3000,00 €
Cost de programari 0,00 €
Cost de material 71,34 €
COST TOTAL 3071,34 €
Taula 12: Cost de total del projecte.
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8 Impacte ambiental
Per a calcular l’impacte ambiental del projecte s’ha tingut en compte la petjada de gasos d’efecte
hivernacle del propi consum elèctric. No s’ha considerat el procés de fabricació ni de transport
de les plaques computadores ja que no forma part directa del projecte.
El factor d’emissió equivalent s’ha suposat de 0,357 kgCO2eq/kWh [Ministerios de Industria,
Energía y Turismo, y Ministerio de Fomento, 2014], el que correspon a un total de 0,00428
kgCO2eq per hora de funcionament (Taula 13).
Consum 12 W
Factor equivalent 0,357 kgCO2eq/kWh
Emissions equivalents totals 0,004 kgCO2eq/h
Taula 13: Emissions equivalents del projecte.
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Conclusions
El projecte ha assolit els objectius marcats a l’inici d’aquest i es pot considerar un pas més per a
aconseguir la completa circulació autònoma dels vehicles seguidors de línia que utilitza l’IOC
en les seves investigacions. El software permet dotar de percepció visual els vehicles i realitzar
els còmputs necessaris per a evitar el xoc amb el vehicle davanter.
Tot i que no ha estat possible la completa implementació del software degut a les dificultats es-
mentades, sí que ha quedat enllestit per al seu ús en l’instant en que aquestes quedin resoltes.
El programari dissenyat, a més a més, és possible reutilitzar-lo en altres projectes que puguin
o no tenir-ne relació, així com intercanviar els diferents mòduls i nodes ROS amb altres que, al
llarg del temps, es puguin considerar més adients.
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Àmbit futur
A continuació es proposen diversos punts que servirien per a continuar i millorar aquest pro-
jecte:
• Canvi a una placa computadora més potent o més adaptada, fent incís en la computació
gràfica.
• Completa implementació del nou protocol RUPIOC (Secció 5.3.2).
• Documentació i nova versió del firmware de la placa Discovery (Secció 4.1) amb el proto-
col implementat.
• Cerca experimental del valor òptim del coeficient d’acció proporcional (i addició d’acció
integradora i derivativa si escau).
• Implementació del sensor LIDAR i fusió de sensors.
• Adaptació del sistema de control a diversos marcadors alhora.
• Implementació d’un sistema de control d’avançament en carretera.
• Elaboració d’un control de trànsit amb diversos vehicles.
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A Codi font del node controlador
A.1 Fitxer principal cdr_node.cpp
// S t r i ng management
# include <st r ing>
# include <sstream>
//Math o p e r a t i o n s
# include <math . h>
#define _USE_MATH_DEFINES
//ROS
# include <ros / ros . h>
# include <geometry_msgs/Accel . h> // A c c e l e r a t i o n
# include <geometry_msgs/Twist . h> // Speed
# include <geometry_msgs/Pose . h> // Aruco marker p o s i t i o n
# include <std_msgs/UInt32MultiArray . h> // Aruco marker ’ s i d a r r a y
from ma r k e r _ pu b l i s h e r . l aunch
# include <visua l iza t ion_msgs /Marker . h> // Aruco marker i n f o from
s i n g l e . l aunch
// C o n t r o l l e r i n c l u d e s
# include " p lant . h"
# include " sampler . h"
# include " c on t r o l l e r . h"
# include " marker_ l i s t . h "
//Debug
# include " ros_debug . h"
#define NODE_NAME " cdr_node "
// G l o b a l v a r i a b l e s
s t a t i c in t debugSett ing = DEBUG_ALL; // debug s t r i n g v a r i a b l e s
std : : os t r ings t ream oss ;
s td : : s t r i ng debugText ;
// s t a t i c d oub l e number_o f_markers ;
s t a t i c in t marker_id [ 4 ] ; // a r r a y t o s t o r e mu l t i p l e ArUco ID ’ s ,
c u r r e n t l y on ly mark e r_ id [0] i s used
ros : : Publ i sher des iredAccelerat ionPub ;
ros : : Publ i sher desiredSpeedPub ;
s t a t i c Plant plant ; // s t o r e s t h e d i s t a n c e , e r r o r , speed ,
a c c e l e r a t i o n . . . v a l u e s from th e p l a n t
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s t a t i c Sampler sampler ; // s yn c h r o n i z e s t h e sys t em t o match t h e
s l ow e s t d e v i c e ( u s u a l l y t h e camera f p s )
s t a t i c Cont ro l l e r con t ro l l e r_speed ( sampler . getSamplePeriod () ) ; //
c a l c u l a t e s t h e d e s i r e d s p e e d
s t a t i c Cont ro l l e r c on t r o l l e r _ a c c e l e r a t i o n ( sampler . getSamplePeriod () ) ;
// c a l c u l a t e s t h e d e s i r e d a c c e l e r a t i o n
s t a t i c MarkerList marker_ l i s t ; // s t o r e s t h e ArUco marke r s t h a t a r e
in range o f t h e camera
// CALLBACK FUNCTIONS
//Markers ID l i s t message : a r r a y with a l l t h e found ArUco marke r s ’ ID
void markerListCal lback ( const std_msgs : : UInt32MultiArray& msg) {
// C l e a r t h e l i s t
marker_ l i s t . c l e a r IDL i s t () ;
// S t o r e t h e found marke r s t o t h e l i s t
t ry {
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME << " ␣<−−␣Aruco␣ ros
␣has␣found␣ " << msg . data . s i z e () << " ␣elements " ; debugText
=oss . s t r () ;
rosDebug(debugText , DEBUG_MASK_MESSAGE, debugSett ing ) ;
// Loop through t h e Aruco IDs found
for ( std : : vector<uint32_t > : : c on s t _ i t e r a t o r i t = msg . data . begin
() ; i t != msg . data . end() ; ++i t )
{
marker_ l i s t . addIDToList (∗ i t ) ;
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME << " ␣<−−␣Aruco
␣marker␣found : ␣ " << ∗ i t ; debugText=oss . s t r () ;
rosDebug(debugText , DEBUG_MASK_MESSAGE, debugSett ing ) ;
}
} catch ( std : : except ion& e) {
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME << " ␣!>␣Exception :
␣ " << e . what() ; debugText=oss . s t r () ;
rosDebug(debugText , DEBUG_MASK_EXCEPTION, debugSett ing ) ;
}
// I f t h e t r a c k e d marker i s not found t r i g g e r s t h e s amp l e r i f i t
has t o ( so i t s t a y s synchrounous even i f t h e marker i s not in
range )
i f ( ! marker_ l i s t . IDInRange(marker_id [0]) ) {
i f ( sampler . t r iggerSampler ( ros : : Time : : now() ) ) {
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME << " ␣>>␣Aruco␣
marker : ␣ " << ( in t )marker_id [0] << " ␣ i s ␣not␣ in ␣range " ;
debugText=oss . s t r () ;
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rosDebug(debugText , DEBUG_MASK_PUBLISH, debugSett ing ) ;
}
}
}
//Marker p o s e message : p o s i t i o n o f t h e t r a c k e d ArUco marker (
c u r r e n t l y on ly mark e r_ id [0])
void markerCallback ( const visua l iza t ion_msgs : : Marker &msg , in t id ) {
// Sampler : c h e c k s i f msg i s w i t h in t h e sampl ing r a t e
i f ( id==marker_id [0] && sampler . t r iggerSampler (msg . header . stamp)) {
// Read t h e d i s t a n c e t o t h e marker (msg . p o s e . p o s i t i o n . z )
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME << " ␣<−−␣Marker␣
with␣ID : ␣ " << id << " ␣ at : ␣ " << msg . pose . pos i t i on . z∗100 <<
" ␣cm" ; debugText=oss . s t r () ;
rosDebug(debugText , DEBUG_MASK_MESSAGE, debugSett ing ) ;
p lant . se tCurrentDis tance (msg . pose . pos i t i on . z) ; // (m)
// Speed c o n t r o l
i f ( con t ro l l e r_speed . enabled () ) {
// Cr e a t e t h e Twist message
geometry_msgs : : Twist speedMsg ;
speedMsg . l i n e a r . z = cont ro l l e r_speed . con t ro l S igna l ( plant .
getCurrentError () ) ;
// Pub l i s h t h e Twist message
desiredSpeedPub . publ ish (speedMsg) ;
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME <<" ␣−−>␣
Publ ishing ␣speed : ␣ " << speedMsg . l i n e a r . z << " ␣m/s " ;
debugText=oss . s t r () ;
rosDebug(debugText , DEBUG_MASK_PUBLISH, debugSett ing ) ;
}
// A c c e l e r a t i o n c o n t r o l
i f ( c on t r o l l e r _ a c c e l e r a t i o n . enabled () ) {
// Cr e a t e t h e Acc e l message
geometry_msgs : : Accel accelerat ionMsg ;
accelerat ionMsg . l i n e a r . z = con t r o l l e r _ a c c e l e r a t i o n .
con t ro l S igna l ( plant . getCurrentError () ) ;
// Pub l i s h t h e Acc e l message
desiredAccelerat ionPub . publ ish ( accelerat ionMsg ) ;
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME <<" ␣−−>␣
Publ ishing ␣ a c c e l e r a t i on : ␣ " << accelerat ionMsg . l i n e a r . z
<< " ␣m/s2 " ; debugText=oss . s t r () ;
pàg. 52 Memòria
rosDebug(debugText , DEBUG_MASK_PUBLISH, debugSett ing ) ;
}
}
}
// Actua l c a l l b a c k s t o be a b l e t o use t h e same f un c t i o n f o r d i f f e r e n t
IDs ( c u r r e n t l y on ly 1 ID can be t r a c k e d )
void marker1Callback ( const visua l iza t ion_msgs : : Marker &msg) {
markerCallback (msg , ( in t )marker_id [0]) ;
}
// INIT
// R e t r i e v e t h e params from th e l a u n c h f i l e
//pnh : p r i v a t e node hand l e . ROS need s i t , e l s e w i l l no t work p r o p e r l y
.
void in i tParams ( ros : : NodeHandle∗ pnh) {
double temp ; // t emporary v a r i a b l e t o s t o r e t h e p a r ame t e r s ’
v a l u e s
pnh−>getParam( " des i red_dis tance " , temp) ;
plant . se tDes i redDis tance (temp) ;
pnh−>getParam( " sampler_period " , temp) ;
sampler . setSamplePeriod ( ros : : Duration (temp)) ;
pnh−>getParam( " con t ro l l e r _a c ce l _kp " , temp) ;
c on t r o l l e r _ a c c e l e r a t i o n . se tContro l lerKp (temp) ;
c on t r o l l e r _ a c c e l e r a t i o n . s e tCon t ro l l e rPe r iod ( sampler .
getSamplePeriod () ) ;
pnh−>getParam( " contro l ler_speed_kp " , temp) ;
con t ro l l e r_speed . se tContro l lerKp (temp) ;
con t ro l l e r_speed . s e tCon t ro l l e rPe r iod ( sampler . getSamplePeriod () ) ;
pnh−>getParam( "markerId " , marker_id [0]) ;
pnh−>getParam( " debug_sett ing " , temp) ;
debugSett ing = ( in t )temp ;
}
//MAIN
in t main( in t argc , char ∗∗argv )
{
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME << " ␣>>␣Creat ing ␣and␣
running " ; debugText=oss . s t r () ;
rosDebug(debugText , DEBUG_MASK_MAIN, debugSett ing ) ;
// I n i t i a l i z e t h e ROS sys t em and become a node .
Sistema de percepció per la millora de maniobres en un vehicle autònom pàg. 53
ros : : i n i t ( argc , argv , NODE_NAME) ;
ros : : NodeHandle nh ;
// P r i v a t e NodeHandle t o r e t r i e v e p a r ame t e r s from launch f i l e
ros : : NodeHandle private_nh ( "~" ) ;
ini tParams(&private_nh ) ;
// Pu b l i s h e r s
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME << " ␣>>␣Creat ing ␣
publ i shers " ; debugText=oss . s t r () ;
rosDebug(debugText , DEBUG_MASK_MAIN, debugSett ing ) ;
// a c c e l e r a t i o n p u b l i s h e r
std : : s t r i ng topicName_accel = NODE_NAME;
topicName_accel . append( " / a c c e l e r a t i on " ) ;
des iredAccelerat ionPub = nh . adver t i se<geometry_msgs : : Accel>(
topicName_accel , 100) ;
// sp e e d p u b l i s h e r
std : : s t r i ng topicName_speed = NODE_NAME;
topicName_speed . append( " /speed " ) ;
desiredSpeedPub = nh . adver t i se<geometry_msgs : : Twist>(
topicName_speed , 100) ;
// Su b s c r i b e r s
ros : : Subscr iber arucoMarkerListSub ;
ros : : Subscr iber arucoMarkerSub [ 4 ] ;
// ArUco marker mes sage s ( l i s t o f IDs )
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME << " ␣>>␣Subscr ib ing ␣ to
␣ aruco_marker_publisher /marker s_ l i s t " ; debugText=oss . s t r () ;
rosDebug(debugText , DEBUG_MASK_MAIN, debugSett ing ) ;
arucoMarkerListSub = nh . subscr ibe ( " aruco_marker_publisher /
marker s_ l i s t " , 100 , &markerListCal lback ) ;
//ArUco s i n g l e marker mes sage s ( po s e )
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME << " ␣>>␣Subscr ib ing ␣ to
␣ s ing l e ␣markers " ; debugText=oss . s t r () ;
rosDebug(debugText , DEBUG_MASK_MAIN, debugSett ing ) ;
arucoMarkerSub [0] = nh . subscr ibe ( " aruco_s ingle_x /marker " ,
100 , &marker1Callback ) ;
//LOOP
while ( ros : : ok() ) {
ros : : spin () ;
}
}
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A.2 Classe Controller
A.2.1 controller.h
# ifndef __CONTROLLER_H
#define __CONTROLLER_H
/∗
C on t r o l l e r c l a s s :
S imple ROS PID c o n t r o l l e r .
Usage :
S e t t h e v a l u e s f o r t h e PID pa r ame t e r s us ing t h e c o r r e s p o n d e n t
s e t f u n c t i o n s .
D i s a b l e by s e t t i n g kp_ = −1. Use e n a b l e d () f u n c t i o n t o c h e c k
i f i s e n a b l e d .
Example :
i f ( dummy_cont ro l l e r . e n a b l e d () ) {
u = dummy_cont ro l l e r . c o n t r o l S i g n a l ;
} e l s e {
r e t u rn ;
}
Get t h e c o n t r o l s i g n a l by inpu t i ng t h e e r r o r s i g n a l in t h e
c o n t r o l S i g n a l () f u n c t i o n .
∗/
# include <ros / ros . h>
c l a s s Cont ro l l e r {
pr iva te :
bool enabled_ ;
double kp_ ; // p r o p o r t i o n a l
double ki_ ; // i n t e g r a l
double kd_ ; // d e r i v a t i v e
ros : : Duration T_ ; // Sampler p e r i o d
publ ic :
Cont ro l l e r ( ros : : Duration T) ;
Cont ro l l e r ( ros : : Duration T , double kp) ; //P
Cont ro l l e r ( ros : : Duration T , double kp , double ki ) ; //PI
Cont ro l l e r ( ros : : Duration T , double kp , double ki , double kd) ;
//PID
void se tContro l l e rParameters (double kp , double ki , double kd ,
ros : : Duration T) ;
void se tCon t ro l l e rPe r iod ( ros : : Duration T) ;
void se tCont ro l l e rGa ins (double kp , double ki , double kd) ;
void se tContro l lerKp (double kp) ;
void s e tCon t ro l l e rK i (double ki ) ;
void se tContro l lerKd (double kd) ;
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bool enabled (void ) ;
double con t ro l S igna l (double input ) ;
} ;
#endif
A.2.2 controller.cpp
# include <ros / ros . h>
# include " c on t r o l l e r . h"
//CONSTRUCTORS
Cont ro l l e r : : Cont ro l l e r ( ros : : Duration T) {
kp_ = 0 ; ki_ = 0 ; kd_ = 0 ;
T_ = T ;
}
//P
Cont ro l l e r : : Cont ro l l e r ( ros : : Duration T , double kp) {
kp_ = kp ; ki_ = 0 ; kd_ = 0 ;
T_ = T ;
}
//PI
Cont ro l l e r : : Cont ro l l e r ( ros : : Duration T , double kp , double ki ) {
kp_ = kp ; ki_ = ki ; kd_ = 0 ;
T_ = T ;
}
//PID
Cont ro l l e r : : Cont ro l l e r ( ros : : Duration T , double kp , double ki , double
kd) {
kp_ = kp ; ki_ = ki ; kd_ = kd ;
T_ = T ;
}
//SET f u n c t i o n s
void Cont ro l l e r : : s e tCont ro l l e rParameters (double kp , double ki , double
kd , ros : : Duration T) {
kp_ = kp ; ki_ = ki ; kd_ = kd ;
T_ = T ;
}
void Cont ro l l e r : : s e tCon t ro l l e rPe r iod ( ros : : Duration T) {
T_ = T ;
}
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void Cont ro l l e r : : s e tCont ro l l e rGa ins (double kp , double ki , double kd) {
kp_ = kp ; ki_ = ki ; kd_ = kd ;
}
void Cont ro l l e r : : se tContro l lerKp (double kp) {
i f (kp == −1){ //Kp = −1 d i s a b l e s t h e c o n t r o l l e r
enabled_ = f a l s e ;
}
e lse {
enabled_ = true ;
}
kp_ = kp ;
}
void Cont ro l l e r : : s e tCon t ro l l e rK i (double ki ) {
ki_ = ki ;
}
void Cont ro l l e r : : se tContro l lerKd (double kd) {
kd_ = kd ;
}
// Enab l ed
bool Cont ro l l e r : : enabled (void ) {
return enabled_ ;
}
// Output s i g n a l
double Cont ro l l e r : : c on t ro l S igna l (double input ) {
double u = 0 ;
u = kp_∗ input ;
return u ;
}
A.3 Classe Plant
A.3.1 plant.h
# ifndef __PLANT_H
#define __PLANT_H
/∗
Plan t c l a s s :
S t o r e s a l l t h e v a l u e s f o r a p l a n t d e f i n i t i o n .
Usage :
Use t h e g e t and s e t f u n c t i o n s t o s t o r e o r r e ad t h e c u r r e n t
v a l u e s o f t h e p l a n t p a r ame t e r s .
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∗/
# include <ros / ros . h>
c l a s s Plant {
pr iva te :
// Kinemat i c d a t a o f t h e p l a n t
double cu r r en t_ve lo c i t y_ ; // a c t u a l v e l o c i t y
double cu r r en t _a c c e l e r a t i on_ ; // a c t u a l a c c e l e r a t i o n
double des i r ed_ac ce l e r a t i on_ ; // r e f e r e n c e a c c e l e r a t i o n
double cur ren t_d i s tance_ ; // a c t u a l d i s t a n c e
double des i red_dis tance_ ; // r e f e r e n c e d i s t a n c e
// s t d : : v e c t o r <doub l e> e r r o r _ v e c t o r _ ;
publ ic :
P lant (void ) ;
void se tCurren tVe loc i ty (double ve l o c i t y ) ;
void se tCurrentAcce le ra t ion (double a c c e l e r a t i on ) ;
void se tCurrentDis tance (double dis tance ) ;
void se tDes i redDis tance (double dis tance ) ;
double getCurrentVeloc i ty (void ) ;
double getCurrentAcce lera t ion (void ) ;
double getCurrentDistance (void ) ;
double getDesiredDistance (void ) ;
double getCurrentError (void ) ;
} ;
#endif
A.3.2 plant.cpp
# include <ros / ros . h>
# include " p lant . h"
//CONSTRUCTOR
Plant : : P lant (void ) {
}
//SET f u n c t i o n s
void Plant : : s e tCurren tVe loc i ty (double ve l o c i t y ) {
cu r r en t_ve lo c i t y_ = ve l o c i t y ;
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}
void Plant : : s e tCurren tAcce le ra t ion (double a c c e l e r a t i on ) {
cu r r en t _a c c e l e r a t i on_ = ac c e l e r a t i on ;
}
void Plant : : se tCurrentDis tance (double dis tance ) {
cur ren t_d i s tance_ = dis tance ;
}
void Plant : : se tDes i redDis tance (double dis tance ) {
des i red_dis tance_ = dis tance ;
}
//GET f u n c t i o n s
double Plant : : ge tCurrentVeloc i ty (void ) {
return cu r r en t_ve lo c i t y_ ;
}
double Plant : : ge tCurrentAcce lera t ion (void ) {
return cu r r en t _a c c e l e r a t i on_ ;
}
double Plant : : getCurrentDistance (void ) {
return cur ren t_d i s tance_ ;
}
double Plant : : getDes iredDistance (void ) {
return des i red_dis tance_ ;
}
double Plant : : getCurrentError (void ) {
return cur ren t_d i s tance_ − des i red_dis tance_ ;
}
A.4 Classe Sampler
A.4.1 sampler.h
# ifndef __SAMPLER_H
#define __SAMPLER_H
/∗
Sampler c l a s s :
The o b j e c t i v e o f t h i s c l a s s i s t o s yn c h r on i z e t h e
a synchronous da t a r e c e i v e d through ROS message s .
Usage :
S e t t h e sample p e r i o d us ing t h e s e t S amp l eP e r i o d () f u n c t i o n .
Inpu t ing t h e t imes tamp from th e r e c e i v e d message ( or us ing
r o s : : Time : now() ) in t h e t r i g g e r S amp l e r () f u n c t i o n a
t r u e v a l u e w i l l be r e t u rn e d i f t h e p e r i o d has e x p i r e d ( i .
e . t h e s amp l e r t r i g g e r s ) .
Example :
i f ( s amp l e r . t r i g g e r S amp l e r (msg . h e a d e r . stamp ) {
r ead_msg_va lue (msg) ;
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}
e l s e {
c on t i nu e ;
}
∗/
# include <ros / ros . h>
c l a s s Sampler {
pr iva te :
ros : : Duration period_ ; //Hz
ros : : Time previous_timestamp_ ;
bool is_ready_ ;
publ ic :
Sampler (void ) ;
Sampler ( ros : : Duration period ) ;
void setSamplePeriod ( ros : : Duration period ) ;
ros : : Duration getSamplePeriod (void ) ;
bool t r iggerSampler ( ros : : Time current_timestamp ) ;
} ;
#endif
A.4.2 sampler.cpp
# include <ros / ros . h>
# include <std_msgs/Header . h>
# include " sampler . h"
//CONSTRUCTOR
// Se t by d e f a u l t t o 1Hz
Sampler : : Sampler (void ) {
period_ = ros : : Duration (1) ;
i s_ready_ = f a l s e ;
}
Sampler : : Sampler ( ros : : Duration period ) {
period_ = period ;
i s_ready_ = f a l s e ;
}
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//SET f u n c t i o n s
void Sampler : : setSamplePeriod ( ros : : Duration period ) {
period_ = period ;
}
//GET f u n c t i o n s
ros : : Duration Sampler : : getSamplePeriod (void ) {
return period_ ;
}
// Returns t r u e i f t h e s amp l e r " t i c k s " ( i . e . : t h e d i f f e r e n c e be tween
msg t imes t amps match t h e s e t p e r i o d )
// r o s : : Time cu r r en t _ t ime s t amp : t imes tamp ( std_msgs : : Header . stamp )
from t h e message r e c e i v e d
bool Sampler : : t r iggerSampler ( ros : : Time current_timestamp ) {
ros : : Duration r e su l t = current_timestamp − previous_timestamp_ ;
// r o s : : Time − r o s : : Time = r o s : : Durat ion
i f ( r e su l t >= th i s−>getSamplePeriod () ) {
is_ready_ = true ;
previous_timestamp_ = current_timestamp ; // Current msg
t imes tamp i s t h e p r e v i o u s t imes tamp on t h e nex t t i c k
//ROS_INFO_STREAM(" Sampler " << " >> Ready : " << i s _ r e a d y _ ) ;
}
bool r = is_ready_ ;
i s_ready_ = f a l s e ;
return r ;
}
A.5 Classe Maker_list
A.5.1 marker_list.h
# ifndef __MARKERLIST_H
#define __MARKERLIST_H
/∗
Marke rL i s t c l a s s :
Th i s c l a s s i s i n t e nd e d t o s t o r e a l l t h e ArUco IDs in range o f
v i s i o n .
Usage :
The ArUco r o s node " a r u c o _ma r k e r _ pu b l i s h e r / m a r k e r s _ l i s t " w i l l
p u b l i s h a l l o f t h e IDs o f t h e marke r s found .
By us ing addIDToLis t () e a ch ID can be s t o r e d in t h e IDL i s t_
s e t and then ch e c k i f t h ey a r e o r not in i t wi th IDInRange
() .
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Example :
v o i d m a r k e r s _ l i s t C a l l b a c k ( c on s t s td_msgs : : UInt32Mult iArray&
msg) {
m a r k e r _ l i s t . c l e a r ID L i s t () ; // C l e a r t h e l i s t f i r s t t o
d e l e t e t h e p r e v i o u s found IDs
//Add new found IDs t o t h e l i s t
f o r ( s t d : : v e c t o r <uin t32_ t > : : c o n s t _ i t e r a t o r i t = msg . d a t a .
b e g in () ; i t != msg . d a t a . end () ; ++i t ) {
m a r k e r _ l i s t . addIDToLis t (∗ i t ) ;
}
// Check i f an ID i s in t h e l i s t
b o o l marker_ID_7_in_range = ma r k e r _ l i s t . IDInRange (7) ;
}
∗/
# include <set>
c l a s s MarkerList {
pr iva te :
s td : : se t<int> IDLis t_ ;
publ ic :
MarkerList (void ) ;
void c l e a r IDL i s t (void ) ;
void addIDToList ( in t marker_id ) ;
bool IDInRange( in t marker_id ) ;
} ;
#endif
A.5.2 marker_list.cpp
# include <set>
# include " marker_ l i s t . h "
//CONSTRUCTOR
MarkerList : : MarkerList (void ) {
IDLis t_ . c l e a r () ;
}
// C l e a r s a l l v a l u e s from th e IDL i s t s e t
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void MarkerList : : c l e a r IDL i s t (void ) {
IDLis t_ . c l e a r () ;
}
//Adds a v a lu e t o t h e IDL i s t s e t
// i n t mark e r_ id : v a l u e t o add
void MarkerList : : addIDToList ( in t marker_id ) {
IDLis t_ . i n s e r t (marker_id ) ;
}
// Returns t r u e i f t h e mark e r_ id i s on t h e IDL i s t s e t ( i . e . i s in
v i s i o n range )
// i n t mark e r_ id : ID t o c h e c k
bool MarkerList : : IDInRange( in t marker_id ) {
i f ( ! IDLis t_ . empty() ) {
i f ( IDLis t_ . count (marker_id ) != 0)
return t rue ;
}
return f a l s e ;
}
B Codi font del node de protocol
B.1 Protocol Carmine carmine_protocol.cpp
# include <st r ing>
# include <sstream>
# include <ros / ros . h>
# include <std_msgs/ Int8Mult iArray . h>
# include <std_msgs/MultiArrayLayout . h>
# include <std_msgs/MultiArrayDimension . h>
# include <geometry_msgs/Twist . h>
# include " ros_debug . h"
#define NODE_NAME " carmine_protocol_node "
s t a t i c in t debugSett ing = DEBUG_ALL;
std : : os t r ings t ream oss ;
s td : : s t r i ng debugText ;
ros : : Publ i sher byteArrayPub ;
//PUBLISHER
void publishByteArray ( char ∗byteArray , in t s i z e ) {
// Cr e a t e t h e message
std_msgs : : Int8Mult iArray byteArrayMsg ;
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// F i l l t h e d a t a
byteArrayMsg . data . c l e a r () ;
for ( in t i = 0 ; i < s i z e ; i++){
byteArrayMsg . data . push_back( byteArray [ i ]) ;
}
// Pub l i s h
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME <<" ␣−−>␣Publ ishing
␣ Int8Array ␣with␣Carmine␣ protoco l " ; debugText=oss . s t r () ;
rosDebug(debugText , DEBUG_MASK_PUBLISH, debugSett ing ) ;
byteArrayPub . publ ish (byteArrayMsg) ;
}
/∗
vo i d f i l l A r r a y () : F i l l s t h e a r r a y a c c o r d i n g t o t h e p r o t o c o l : +>U1=x .
xxxx\ r \n and r e t u r n s t h e s i z e .
f l o a t v a l u e : v a l u e t o p a r s e ( e . g x . xxxx )
cha r ∗ by t eArray : P r o t o c o l b y t e a r r a y ( t o s t o r e t h e v a l u e s )
∗/
in t f i l lA r r a y ( f l o a t value , char ∗byteArray ) {
unsigned in t i = 0 ;
// h e ad e r
byteArray [0] = ’+ ’ ;
byteArray [1] = ’ I ’ ;
byteArray [2] = ’P ’ ;
byteArray [3] = ’D’ ;
byteArray [4] = ’ , ’ ;
byteArray [5] = ’ 0 ’ ; //ID
byteArray [6] = ’ , ’ ;
byteArray [7] = ’ 8 ’ ; //N by t e s
byteArray [8] = ’ : ’ ;
byteArray [9] = ’> ’ ;
byteArray [10] = ’U’ ;
byteArray [11] = ’ 1 ’ ;
byteArray [12] = ’= ’ ;
// da t a
std : : os t r ings t ream os ;
os << value ;
s td : : s t r i ng va lue_s t r = os . s t r () ;
while((13+ i ) < 18) {
byteArray[13+ i ] = va lue_s t r . a t ( i ) ;
i ++;
}
// end
byteArray [19] = ’ \ r ’ ;
byteArray [20] = ’ \n ’ ;
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return 21 ; // r e t u rn s i z e
}
//CALLBACK
void desiredSpeedCallback ( const geometry_msgs : : Twist &msg) {
f l o a t speed = msg . l i n e a r . z ; //m/ s
char byteArray [64] = { 0 } ;
// F i l l by t eArray and p u b l i s h d e s i r e d S p e e dC a l l b a c k
in t message_size = f i l lA r r a y (speed , byteArray ) ;
publishByteArray (byteArray , message_size ) ;
}
//MAIN
in t main( in t argc , char ∗∗argv )
{
// I n i t i a l i z e t h e ROS sys t em and become a node .
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME << " ␣>>␣Creat ing ␣and␣
running " ; debugText=oss . s t r () ;
rosDebug(debugText , DEBUG_MASK_MAIN, debugSett ing ) ;
ros : : i n i t ( argc , argv , NODE_NAME) ;
ros : : NodeHandle nh ;
nh . getParam( " debug_sett ing " , debugSett ing ) ;
// Pu b l i s h e r s
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME << " ␣>>␣Creat ing ␣
publ i shers " ; debugText=oss . s t r () ;
rosDebug(debugText , DEBUG_MASK_MAIN, debugSett ing ) ;
byteArrayPub = nh . adver t i se<std_msgs : : Int8MultiArray>("
carmine_protocol_node / byte_array " , 100) ;
// Su b s c r i b e r s
ros : : Subscr iber speedSub ;
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME << " ␣>>␣Subscr ib ing ␣ to
␣cdr_node/speed " ; debugText=oss . s t r () ;
rosDebug(debugText , DEBUG_MASK_MAIN, debugSett ing ) ;
speedSub = nh . subscr ibe ( " cdr_node/speed " , 100 , &
desiredSpeedCallback ) ;
while ( ros : : ok() ) {
ros : : spin () ;
}
}
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B.2 Protocol RUPIOC
B.2.1 rupioc.h
/∗
∗______________________________RUPIOC
PROTOCOL______________________________
∗ Format : DLE STX SZ TP −−−MSG−−− CHK DLE ETX
∗
∗ De s c r i p t i o n S i z e (
By t e s ) Value
∗ DLE Data Link Escape 1
0x10
∗ STX S t a r t o f t r a n sm i s s i o n 1
0x02
∗ ETX End o f t r a n sm i s s i o n 1
0x03
∗ SZ S i z e 1
S i z e ( b y t e s ) o f TP+MSG
∗ TP Type 1
Type o f msg ( v e l o c i t y , a c c e l e r a t i o n . . . )
∗ MSG Message SZ−1
Message , v a l u e t o t r an sm i t ( l i t t l e end i an )
∗ CHK Checksum 2
Checksum
∗/
# ifndef __RUPIOC_H
#define __RUPIOC_H
//COMMANDS
#define DLE 0x10
#define STX 0x02
#define ETX 0x03
//TYPES
//TODO d e f i n e more t y p e s
#define RUPIOC_TYPE_ACCELERATION_SI 1 // a c c e l e r a t i o n m/ s2
#define RUPIOC_TYPE_ACCELERATION_MMS2 2 // a c c e l e r a t i o n mm/ s2
#endif
B.2.2 rupioc.cpp
# include <st r ing>
# include <ros / ros . h>
# include <std_msgs/ Int8Mult iArray . h>
# include <std_msgs/MultiArrayLayout . h>
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# include <std_msgs/MultiArrayDimension . h>
# include <geometry_msgs/Accel . h>
# include " rupioc . h"
# include " ros_debug . h"
#define NODE_NAME " rupioc_node "
#define CRC16 0x8005
s t a t i c in t debugSett ing = DEBUG_ALL;
std : : os t r ings t ream oss ;
s td : : s t r i ng debugText ;
ros : : Publ i sher byteArrayPub ;
//Checksum ( Th i s c od e was adap t e d from h t t p s : / / s t a c k o v e r f l o w . com/
q u e s t i o n s /10564491/ fun c t i on−to−c a l c u l a t e −a−crc16−checksum )
uin t16_ t crc16 ( const u in t8_ t ∗data , u in t16_ t s i z e )
{
u in t16_ t out = 0 ;
in t b i t s_ read = 0 , b i t _ f l a g ;
/∗ San i t y c h e c k : ∗/
i f ( data == NULL)
return 0 ;
while ( s i z e > 0)
{
b i t _ f l a g = out >> 15 ;
out <<= 1 ;
out |= (∗data >> bi t s_ read ) & 1 ;
b i t s_ read++;
i f ( b i t s_ read > 7)
{
b i t s_ read = 0 ;
data++;
s ize −−;
}
i f ( b i t _ f l a g )
out ^= CRC16 ;
}
in t i ;
for ( i = 0 ; i < 16 ; ++i ) {
b i t _ f l a g = out >> 15 ;
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out <<= 1 ;
i f ( b i t _ f l a g )
out ^= CRC16 ;
}
u in t16_ t c r c = 0 ;
i = 0x8000 ;
in t j = 0x0001 ;
for ( ; i != 0 ; i >>=1, j <<= 1) {
i f ( i & out ) c rc |= j ;
}
return c r c ;
}
//PUBLISHER
void publishByteArray ( char ∗byteArray , in t s i z e ) {
// Cr e a t e t h e message
std_msgs : : Int8Mult iArray byteArrayMsg ;
// F i l l t h e d a t a
byteArrayMsg . data . c l e a r () ;
for ( in t i = 0 ; i < s i z e ; i++){
byteArrayMsg . data . push_back( byteArray [ i ]) ;
}
// Pub l i s h
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME <<" ␣−−>␣Publ ishing
␣ Int8Array ␣of ␣ type : ␣ " << ( in t )byteArrayMsg . data [3] << " ␣
and␣ s i z e : ␣ " << s i z e ; debugText=oss . s t r () ;
rosDebug(debugText , DEBUG_MASK_PUBLISH, debugSett ing ) ;
byteArrayPub . publ ish (byteArrayMsg) ;
}
/∗
vo i d f i l l A r r a y () : F i l l s t h e a r r a y a c c o r d i n g t o t h e p r o t o c o l . Returns
t h e s i z e .
c h a r ∗ by t eArray : P r o t o c o l b y t e a r r a y ( t o s t o r e t h e v a l u e s )
i n t t yp e : d a t a t yp e ( s e e : RUPIOC . h , use : RUPIOC_TYPE_XXX)
i n t d a t a S i z e : s i z e o f t h e d a t a ( in b y t e s )
cha r ∗ da t a : a r r a y o f b y t e s o f t h e d a t a t o send
∗/
in t f i l lA r r a y ( char ∗byteArray , in t type , in t dataSize , char ∗data ) {
unsigned in t i = 0 ;
unsigned in t c r c = 0 ;
// h e ad e r
byteArray [0] = DLE;
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byteArray [1] = STX ;
// S i z e = s i z e o f ( t yp e ) + s i z e o f ( d a t a )
byteArray [2] = (unsigned char ) dataS ize +1;
//Type
byteArray [3] = (unsigned char ) type ;
//Data
while ( i < dataS ize ) {
byteArray[4+ i ] = data [ i ] ;
i ++;
}
// checksum
c r c = crc16 (data , dataS ize ) ;
byteArray[4+ i++] = crc & 0xFF00
byteArray[4+ i++] = crc & 0x00FF
// end
byteArray[4+ i++] = DLE;
byteArray[4+ i++] = ETX ;
return 4+i ; // r e t u rn s i z e
}
//CALLBACK
void des i redAcce le ra t ionCal lback ( const geometry_msgs : : Accel &msg) {
in t a c c e l e r a t i on = ( in t ) (msg . l i n e a r . z ∗ 1000) ; //mm/ s2
char byteArray [64] = { 0 } ;
in t type = RUPIOC_TYPE_ACCELERATION_MMS2 ;
in t dataS ize = s izeof ( a c c e l e r a t i on ) ;
char data [ dataS ize ] ;
// F i l l d a t a a r r a y ( l i t t l e end i an )
for ( in t i =0; i < dataS ize ; i++){
data [ i ] = a c c e l e r a t i on & 0xFF ;
a c c e l e r a t i on = ac c e l e r a t i on >> 8 ;
}
// F i l l by t eArray and pu b l i s h
in t message_size = f i l lA r r a y (byteArray , type , dataSize , data )
;
publishByteArray (byteArray , message_size ) ;
}
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//MAIN
in t main( in t argc , char ∗∗argv )
{
// I n i t i a l i z e t h e ROS sys t em and become a node .
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME << " ␣>>␣Creat ing ␣and␣
running " ; debugText=oss . s t r () ;
rosDebug(debugText , DEBUG_MASK_MAIN, debugSett ing ) ;
ros : : i n i t ( argc , argv , NODE_NAME) ;
ros : : NodeHandle nh ;
nh . getParam( " debug_sett ing " , debugSett ing ) ;
// Pu b l i s h e r s
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME << " ␣>>␣Creat ing ␣
publ i shers " ; debugText=oss . s t r () ;
rosDebug(debugText , DEBUG_MASK_MAIN, debugSett ing ) ;
byteArrayPub = nh . adver t i se<std_msgs : : Int8MultiArray>("
rupioc_node/ byte_array " , 100) ;
// Su b s c r i b e r s
//TODO change cdr_node / a c c e l e r a t i o n t o a g e n e r i c name
//TODO c r e a t e o t h e r s u b s c r i b e r s t o a l l ow o t h e r t y p e s o f d a t a
ros : : Subscr iber acce le ra t ionSub ;
oss . s t r ( " " ) ; oss . c l e a r () ; oss << NODE_NAME << " ␣>>␣Subscr ib ing ␣ to
␣cdr_node/ a c c e l e r a t i on " ; debugText=oss . s t r () ;
rosDebug(debugText , DEBUG_MASK_MAIN, debugSett ing ) ;
acce le ra t ionSub = nh . subscr ibe ( " cdr_node/ a c c e l e r a t i on " , 100 , &
des i redAcce le ra t ionCal lback ) ;
while ( ros : : ok() ) {
// wh i l e ( s e r i a lD a t aA v a i l ( S e r i a l ) ) {
// ROS_INFO_STREAM(NODE_NAME << " RX <− " << s e r i a l G e t c h a r
( S e r i a l ) ) ;
// }
ros : : spin () ;
}
}
C Codi font del node de UART uart.cpp
# include <errno . h>
# include <queue>
# include <st r ing>
# include <vector>
# include <wiringPi . h>
# include <wir ingSe r i a l . h>
pàg. 70 Memòria
# include <ros / ros . h>
# include <std_msgs/ Int8Mult iArray . h>
#define NODE_NAME " uart_raspi3_node "
std : : queue<char> bytesTXQueue ;
//CALLBACK
// Re c e i v e t h e b y t e s t o t r an sm i t and s t o r e them t o t h e queue (
bytesTXQueue )
void byteTXCallback ( const std_msgs : : Int8Mult iArray : : ConstPtr& msg) {
ROS_INFO_STREAM(NODE_NAME << " ␣<−−␣RECEIVED␣MSG" ) ;
for ( std : : vector<signed char >: : c on s t _ i t e r a t o r i t = msg−>data . begin
() ; i t != msg−>data . end() ; ++i t )
{
bytesTXQueue . push(( char )∗ i t ) ;
}
}
//MAIN
in t main( in t argc , char ∗∗argv )
{
// V a r i a b l e s
unsigned in t baudRate ; // Communication baud r a t e
in t S e r i a l ; // Connec t i on ID f o r t h e w i r ingP i l i b r a r y
// I n i t i a l i z e t h e ROS sys t em and become a node .
ROS_INFO_STREAM(NODE_NAME << " ␣>>␣Creat ing ␣and␣running " ) ;
ros : : i n i t ( argc , argv , NODE_NAME) ;
ros : : NodeHandle nh ;
// R e t r i e v e p a r ame t e r s from launch f i l e ( baudRate and d e v i c e )
ros : : NodeHandle private_nh ( "~" ) ;
double temp ;
private_nh . getParam( " baudRate " , temp) ;
baudRate = ( in t )temp ;
std : : s t r i ng device = private_nh . param( " device " , s td : : s t r i ng ( " /
device " ) ) ;
// Su b s c r i b e r s
ros : : Subscr iber byteToTXSub ;
ROS_INFO_STREAM(NODE_NAME << " ␣>>␣Subscr ib ing ␣ to ␣protocol_node /
byte_array " ) ;
// Su b s c r i b e t o t h e In t8Mul t iArray mes sage s from th e p r o t o c o l
node
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byteToTXSub = nh . subscr ibe ( " protocol_node / byte_array " , 100 , &
byteTXCallback ) ;
// I n i t i a l i z e UART S e r i a l com po r t
ROS_INFO_STREAM(NODE_NAME << " ␣>>␣ I n i t a l i z i n g ␣UART␣ at ␣ "<< " Device
: ␣ " << device << " ; ␣Baud␣Rate : ␣ " << baudRate ) ;
i f (wiringPiSetup () == −1){
ROS_INFO_STREAM(NODE_NAME << " ␣>>␣Unable␣ to ␣ s t a r t ␣wir ingPi : ␣ "
<< s t r e r r o r ( errno ) ) ;
return 1 ;
}
ROS_INFO_STREAM(NODE_NAME << " ␣>>␣WiringPi ␣ setup␣ succe s fu l " ) ;
S e r i a l = serialOpen ( device . c _ s t r () , baudRate) ;
i f ( S e r i a l < 0) {
ROS_INFO_STREAM(NODE_NAME << " ␣>>␣Unable␣ to ␣open : ␣ " << device
<< " . ␣ Error : ␣ " << s t r e r r o r ( errno ) ) ;
return 1 ;
}
ROS_INFO_STREAM(NODE_NAME << " ␣>>␣ S e r i a l ␣ i s ␣now␣open " ) ;
//LOOP
while ( ros : : ok() ) {
// Send b y t e s through UART TX
i f ( ! bytesTXQueue . empty() ) {
ROS_INFO_STREAM(NODE_NAME << " ␣−−>␣Sending : ␣ " ) ;
// Send a l l t h e queued b y t e s in bytesTXQueue
while ( ! bytesTXQueue . empty() ) {
ROS_INFO_STREAM(NODE_NAME << ( char )bytesTXQueue . f ron t
() ) ;
s e r i a lPu t cha r ( Se r i a l , bytesTXQueue . f ron t () ) ;
bytesTXQueue . pop() ;
}
}
// R e c e i v e b y t e s from th e UART RX
// TODO Do someth ing with them
while ( se r i a lDa taAva i l ( S e r i a l ) ) {
ROS_INFO_STREAM(NODE_NAME << " ␣RX␣<−␣ " << se r i a lGe t cha r (
S e r i a l ) ) ;
ROS_INFO_STREAM(NODE_NAME << " ␣>>␣Error : ␣ " << s t r e r r o r (
errno ) ) ;
// Adv e r t i s e b y t e
}
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ros : : spinOnce () ;
}
// C l o s e t h e communicat ion p o r t i f ROS i s e x i t e d
s e r i a lC l o s e ( S e r i a l ) ;
}
D Launchfile cdr.launch
<launch>
<!−− CAMERA −−>
<arg name=" cam_info " default=" /raspicam_node/ camera_info " /> <!−−
c ame r a _ i n f o t o p i c −−>
<arg name=" img_raw" default=" /raspicam_node/image " /> <!−−
image_raw t o p i c −−>
<!−− MARKER PUBLISHER −−>
<arg name="markerSize " default=" 0 .02 " /> <!−− in m −−>
<arg name=" s ide " default=" l e f t " />
<arg name=" ref_frame " default=" base " /> <!−− l e a v e empty and
t h e p o s e w i l l be p u b l i s h e d wrt param parent_name −−>
<!−− SINGLE MARKER NODES −−>
<!−− Common −−>
<arg name=" eye " default=" l e f t " />
<arg name="marker_frame " default=" aruco_marker_frame " />
<arg name=" re f_ f rame_s ing le " default=" " /> <!−− l e a v e empty
and t h e po s e w i l l be p u b l i s h e d wrt param parent_name −−>
<arg name=" corner_ref inement " default="LINES" /> <!−− NONE,
HARRIS , LINES , SUBPIX −−>
<!−− TRACKED MARKER −−>
<arg name="markerId " default=" 48 " /> <!−− Track ed marker
ID −−>
<!−− CDR NODE −−>
<arg name=" des i red_dis tance " default=" 0 . 2 " /> <!−− m −−>
<arg name=" sampler_period " default=" 0 .05 " /> <!−− s −−>
<!−− Camera works a t 20 f p s −−>
<arg name=" con t ro l l e r _a c ce l _kp " default=" 1 " />
<arg name=" contro l ler_speed_kp " default=" 0 . 1 " />
<arg name=" debug_sett ing " default=" 15 " /> <!−− 0 x01 :
Main , 0 x02 : Excep t i on , 0 x04 : Messages , 0 x08 : P u b l i s h e r s −−>
<!−− UART −−>
<arg name=" baudRate " default=" 115200 " /> <!−− d e s i r e d UART
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t r a n sm i s s i o n and r e c e p t i o n baud r a t e −−>
<arg name=" device " default=" /dev/ttyAMA0" /> <!−−
d e v i c e t o c onn e c t ( Raspbe r ry Pi 3 UART i s u su a l l y / dev /
ttyAMA0 −−>
<!−−
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
−−>
<!−− MARKER PUBLISHER −−> <!−− Pub l i s h a l l found marke r s ’ ID −−>
<node pkg="aruco_ros " type="marker_publisher " name="
aruco_marker_publisher">
<remap from="/camera_info " to="$( arg cam_info ) " />
<remap from="/image " to="$( arg img_raw) "
/>
<param name=" image_ i s _ r e c t i f i ed " value="True"/>
<param name="marker_size " value="$( arg markerSize )
"/>
<param name=" reference_frame " value="$( arg ref_frame )
"/> <!−− frame in which the marker pose wi l l be re fe red
−−>
<param name="camera_frame " value="$( arg s ide )
_hand_camera"/>
</node>
<!−− SINGLE MARKERS −−> <!−− Publish tracked pos i t i on informat ion
for a spe c i f i ed marker ID −−>
<node pkg="aruco_ros " type=" s ing l e " name="aruco_s ingle_ $( arg
markerId )">
<remap from="/camera_info " to="$( arg cam_info ) " />
<remap from="/image " to="$( arg img_raw) " />
<param name=" image_ i s _ r e c t i f i ed " value="True"/>
<param name="marker_size " value="$( arg markerSize )
"/>
<param name="marker_id " value="$( arg markerId )"/>
<param name=" reference_frame " value="$( arg
re f_ f rame_s ing le )"/> <!−− frame in which the marker pose
wi l l be re fe red −−>
<param name="camera_frame " value="stereo_gazebo_ $(
arg eye ) _camera_optical_frame"/>
<param name="marker_frame " value="$( arg marker_frame
) " />
<param name="corner_ref inement " value="$( arg
corner_ref inement ) " />
</node>
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<!−− CAMERA AND IMAGE VIEW −−>
<arg name="camera_id " de fau l t ="0"/>
<arg name="camera_frame_id " de fau l t="raspicam"/>
<arg name="camera_name " de fau l t="camerav2_1280x720"/>
<node type="raspicam_node " pkg="raspicam_node " name="
raspicam_node " output=" screen">
<param name="camera_frame_id " value="$( arg camera_frame_id )
"/>
<param name="enable_raw " value=" true "/>
<param name="camera_id " value="$( arg camera_id )"/>
<param name="camera_info_url " value="package: // raspicam_node/
camera_info /camerav2_1280x720 . yaml"/>
<param name="camera_name " value="$( arg camera_name)"/>
<param name="width " value="1280"/>
<param name="height " value="720"/>
<!−− We are running at 90 fps to reduce motion blur −−>
<param name=" framerate " value="90"/>
</node>
<!−− <node pkg="usb_cam" type="usb_cam_node " name="usb_cam" />
−−>
<!−− <node pkg="rqt_image_view " type="rqt_image_view " name="
rqt_image_view " /> −−> <!−− opt iona l v i sua l i z a t i on node −−>
<!−− CDR NODE −−>
<node pkg=" cont ro l l ing_dis tance_on_road " type="cdr_node " name="
cdr_node " output=" screen">
<remap from="aruco_s ingle_x /marker " to="aruco_s ingle_ $( arg
markerId)/marker " />
<param name="des i red_dis tance " value="$( arg
des i red_dis tance )"/>
<param name="sampler_period " value="$( arg
sampler_period )"/>
<param name=" con t ro l l e r _a c ce l _kp " value="$( arg
con t ro l l e r _a c ce l _kp )"/>
<param name="contro l ler_speed_kp " value="$( arg
contro l ler_speed_kp )"/>
<param name="markerId " value="$( arg markerId
)"/>
<param name="debug_sett ing " value="$( arg
debug_sett ing )"/>
</node>
<!−− PROTOCOL NODE −−>
<!−−<node pkg="rupioc " type="rupioc_node " name="protocol_node "
output=" screen"> −−>
<!−− <remap from="rupioc_node/ byte_array " to="
protocol_node / byte_array " /> −−>
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<!−− <param name="debug_sett ing " value="$( arg
debug_sett ing )"/> −−>
<!−−</node> −−>
<node pkg="carmine_protocol " type="carmine_protocol_node " name="
protocol_node " output=" screen">
<remap from="carmine_protocol_node / byte_array " to="
protocol_node / byte_array " />
<param name="debug_sett ing " value="$( arg
debug_sett ing )"/>
</node>
<!−− UART RASPBERRY PI 3 −−> <!−− Communication via UART −−>
<node pkg="uar t_ rasp i3_ ros " type="uart_raspi3_node " name="
uart_raspi3_node " output=" screen">
<remap from="protocol_node / byte_array " to="
protocol_node / byte_array " />
<param name="device " value="$( arg device ) " />
<param name="baudRate " value="$( arg baudRate)"/>
</node>
</launch>
E Ftixers README.md
E.1 Paquet Controlling_Distance_on_Road
# Contro l l ing Distance on Road
Thesis by Serg i Costa on con t r o l l i ng the d i s tance of a moving car to
the one in f ron t of i t using ROS and ArUco markers .
− package : cont ro l l ing_dis tance_on_road
− nodes :
− cdr_node
− launch f i l e s :
− cdr . launch
## Operation Scheme
### Input ROS messages
− marker_publisher /marker s_ l i s t [( std_msgs/UInt32MultiArray ) ]( ht tp : / /
docs . ros . org/ k i n e t i c / api /std_msgs/html/msg/ Int32Mult iArray . html) :
conta ins the l o c a l i z ed ArUco markers ’ ID (∗ i n t 32 [] data∗) and i t
i s sent by the ∗marker_publisher∗ node from the [ aruco_ros package
]( ht tps : / / github . com/pal−r obo t i c s / aruco_ros ) .
− s ing l e /marker [( v isua l iza t ion_msgs /Marker) ]( ht tp : / / docs . ros . org/
melodic / api / v isua l iza t ion_msgs /html/msg/Marker . html) : conta ins the
tracked marker ID (∗ i n t 32 id ∗) and i t s pos i t i on (∗geometry_msgs/
Pose pose∗) . I t i s sent by the ∗ s ing l e ∗ node from the [ aruco_ros
package ]( ht tps : / / github . com/pal−r obo t i c s / aruco_ros ) .
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### Output ROS messages
− cdr_node/ a c c e l e r a t i on [( geometry_msgs/Accel ) ]( ht tp : / / docs . ros . org/
melodic / api /geometry_msgs/html/msg/Accel . html) : Acce le ra t ion
con t ro l s i gna l to maintain the des ired di s tance .
− cdr_node/speed [( geometry_msgs/Twist ) ]( ht tp : / / docs . ros . org/melodic /
api /geometry_msgs/html/msg/Twist . html) : Speed con t ro l s i gna l to
maintain the des ired di s tance .
## Gett ing S ta r t ed
These i n s t r u c t i on s wi l l get you through a l l a copy of the p ro j e c t up
and running on your l o c a l machine fo r development and t e s t i ng
purposes .
### P r e r equ i s i t e s
#### Hardware p r e r equ i s i t e s :
− USB camera
− Printed [ Or ig ina l ArUco markers ]( ht tp : / / chev .me/arucogen /)
#### Software p r e r equ i s i t e s :
− [ROS]( http : / / wiki . ros . org/melodic / I n s t a l l a t i o n )
− [ aruco_ros package ]( ht tps : / / github . com/pal−r obo t i c s / aruco_ros )
#### Camera c a l i b r a t i o n :
A camera_info f i l e r e l a t ed to the camera i s needed for the aruco_ros
ROS node to properly work .
To automat i ca l ly generate t h i s f i l e you can use the
camera_ca l ibra t ion ROS node [( Fu l l t u t o r i a l ) ]( ht tp : / / wiki . ros . org/
camera_ca l ibra t ion / Tu to r i a l s /MonocularCalibrat ion ) :
0 . Create a checkerboard and connect the camera
1 . Run the c a l i b r a t i o n node
‘ ‘ ‘
$ rosrun camera_ca l ibra t ion cameraca l ib ra tor . py −−s i z e −−square image
:=/camera/image_raw camera :=/camera
‘ ‘ ‘
− s i z e : ver tex points
− square : square s i z e in m (ex : 30 cm−> 0 .3) )
2 . Move the checkerboard un t i l the CALIBRATE button l i g h t s up and
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c l i c k on i t .
3 . Cl ick COMMIT i f s a t i s f i e d with the r e s u l t s to permanently save the
parameters .
## Compiling
1 . Create a ca tk in workspace d i r e c to ry and a s r c d i r e c to ry ins ide
‘ ‘ ‘
$ mkdir cdr_catkin_ws
$ mkdir cdr_catkin_ws / s r c
‘ ‘ ‘
2 . Place the cdr fo lde r ins ide the cdr_catkin_ws / s r c fo lde r
3 . Run ca tk in bui ld ins ide the workspace
‘ ‘ ‘
$ cd cdr_catkin_ws
$ ca tk in bui ld
‘ ‘ ‘
4 . Wait fo r some seconds . I f everything compiled OK you should see a
conf i rmat ion message from ca tk in and the next f o lde r s ins ide
cdr_catkin_ws
‘ ‘ ‘
$ l s
bui ld devel logs s r c
‘ ‘ ‘
## Running
### Using the launch f i l e (recommended)
1 . Source the setup . bash paths
‘ ‘ ‘
$ source /usr / ros /melodic / setup . bash
or
$ source /opt/ ros /melodic / setup . bash
$ source cdr_catkin_ws /devel / setup . bash
‘ ‘ ‘
2 . Modify the launch f i l e ( ‘ launch/ cdr . launch ‘ ) parameters :
− des i red_dis tance : Reference d i s tance to con t ro l ( in m)
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− sampler_period : Should be the highes t sampling period over a l l of
the nodes , usual ly the camera , to avoid bo t t l e necks ( in s ) .
− con t ro l l e r _a c ce l _kp : Coe f f i c i e n t fo r constant ac t ion (Kp) for the
a c c e l e r a t i on c on t r o l l e r . Se t to −1 to deac t iva t e .
− contro l ler_speed_kp : Coe f f i c i e n t fo r constant ac t ion (Kp) for the
speed con t r o l l e r . Se t to −1 to deac t iva t e .
− debug_sett ing : Allows to con t ro l which s t r i ng s are displayed
through / rosout . Set to 15 to display everything . Set to 0 to
display nothing .
3 . Run the launch f i l e
‘ ‘ ‘
$ roslaunch contro l l ing_dis tance_on_road cdr . launch
‘ ‘ ‘
4 . The cdr node wi l l publ ish a [geometry_msgs/Accel ]( ht tp : / / docs . ros .
org/melodic / api /geometry_msgs/html/msg/Accel . html) a c c e l e r a t i on
message with the a c c e l e r a t i on value in the ∗ f l o a t 6 4 l i n e a r . z∗
d i r e c t i on and/or [geometry_msgs/Twist ]( ht tp : / / docs . ros . org/melodic
/ api /geometry_msgs/html/msg/Twist . html) ve l o c i t y message with the
ve l o c i t y value in the ∗ f l o a t 6 4 l i n e a r . z∗ d i r e c t i on ( the r e s t of
the message components ’ values w i l l be 0) .
### Running the cdr_node on i t s own
1 . Source the setup . bash paths
‘ ‘ ‘
$ source /usr / ros /melodic / setup . bash
or
$ source /opt/ ros /melodic / setup . bash
$ source cdr_catkin_ws /devel / setup . bash
‘ ‘ ‘
2 . Run ROS core
‘ ‘ ‘
$ roscore
‘ ‘ ‘
3 . Run the required nodes :
− Camera node
− ArUco s ing l e node
− ArUco marker_publisher node
4 . Run the cdr_node
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‘ ‘ ‘
$ rosrun contro l l ing_dis tance_on_road cdr_node _param:=value
‘ ‘ ‘
L i s t of params :
− des i red_dis tance : Reference d i s tance to con t ro l ( in m)
− sampler_period : Should be the highes t sampling period over a l l of
the nodes , usual ly the camera , to avoid bo t t l e necks ( in s ) .
− con t ro l l e r _a c ce l _kp : Coe f f i c i e n t fo r constant ac t ion (Kp) for the
a c c e l e r a t i on c on t r o l l e r . Se t to −1 to deac t iva t e .
− contro l ler_speed_kp : Coe f f i c i e n t fo r constant ac t ion (Kp) for the
speed con t r o l l e r . Se t to −1 to deac t iva t e .
− debug_sett ing : Allows to con t ro l which s t r i ng s are displayed
through / rosout . Set to 15 to display everything . Set to 0 to
display nothing .
5 . The cdr node wi l l publ ish a [geometry_msgs/Accel ]( ht tp : / / docs . ros .
org/melodic / api /geometry_msgs/html/msg/Accel . html) a c c e l e r a t i on
message with the a c c e l e r a t i on value in the ∗ f l o a t 6 4 l i n e a r . z∗
d i r e c t i on and/or [geometry_msgs/Twist ]( ht tp : / / docs . ros . org/melodic
/ api /geometry_msgs/html/msg/Twist . html) ve l o c i t y message with the
ve l o c i t y value in the ∗ f l o a t 6 4 l i n e a r . z∗ d i r e c t i on ( the r e s t of
the message components ’ values w i l l be 0) .
## Bu i l t With
∗ Catkin
## Authors
∗ ∗∗ Serg i Costa∗∗
## Acknowledgments
∗ [ I n s t i t u t d ’ Organi tzac io i Control (IOC−UPC) ]( ht tps : / / ioc . upc . edu/
ca )
E.2 Paquet Carmine_protocol
# CARMINE PROTOCOL
ROS message to byte s t r i ng communication protoco l fo r the Discovery
Carmine ’ s protoco l .
This vers ion i s intended to work alongside the cdr_node from the
contro l l ing_dis tance_on_road package and the uart_raspi3_node from
the uar t_ rasp i3_ ros package .
− package : carmine_protocol
− nodes :
− carmine_protocol_node
− launch f i l e s :
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− carmine_protocol_node . launch
## Operation Scheme
### Input ROS messages
− cdr_node/speed [( geometry_msgs/Twist ) ]( ht tp : / / docs . ros . org/melodic /
api /geometry_msgs/html/msg/Twist . html) : Speed value tha t i s to be
t ransmit ted .
### Output ROS messages
− carmine_protocol_node / byte_array [( std_msgs/ Int8Mult iArray ) ]( ht tp
: / / docs . ros . org/ api /std_msgs/html/msg/ Int8Mult iArray . html) : Array
of bytes ( s tored in ∗ i n t 8 [] data∗) to t ransmit through the UART.
## Gett ing S ta r t ed
These i n s t r u c t i on s wi l l get you through a l l a copy of the p ro j e c t up
and running on your l o c a l machine fo r development and t e s t i ng
purposes .
### The CARMINE protoco l
− Veloc i ty command (a=id , b=s i z e ) :
‘ ‘ ‘
+IPD , a , b:>U1=x . xxxx\ r \n
‘ ‘ ‘
− Toggle LED command (a=id , b=s i z e ) :
‘ ‘ ‘
+IPD , a , b:>LED6\ r \n
‘ ‘ ‘
### P r e r equ i s i t e s
#### Software p r e r equ i s i t e s :
− [ROS]( http : / / wiki . ros . org/melodic / I n s t a l l a t i o n )
## Compiling
1 . Create a ca tk in workspace d i r e c to ry and a s r c d i r e c to ry ins ide
‘ ‘ ‘
$ mkdir catkin_ws
$ mkdir catkin_ws/ s r c
‘ ‘ ‘
2 . Place the carmine_protocol fo lde r ins ide the catkin_ws/ s r c fo lde r
3 . Run ca tk in bui ld ins ide the workspace
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‘ ‘ ‘
$ cd catkin_ws
$ ca tk in bui ld
‘ ‘ ‘
4 . Wait fo r some seconds . I f everything compiled OK you should see a
conf i rmat ion message from ca tk in and the next f o lde r s ins ide
catkin_ws
‘ ‘ ‘
$ l s
bui ld devel logs s r c
‘ ‘ ‘
## Running
### Using the launch f i l e (recommended)
1 . Source the setup . bash paths
‘ ‘ ‘
$ source /usr / ros /melodic / setup . bash
or
$ source /opt/ ros /melodic / setup . bash
$ source catkin_ws/devel / setup . bash
‘ ‘ ‘
2 . Run the launch f i l e
‘ ‘ ‘
$ roslaunch carmine_protocol carmine_protocol_node . launch
‘ ‘ ‘
4 . The carmine_protocol_node node wi l l publ ish a [( std_msgs/
Int8Mult iArray ) ]( ht tp : / / docs . ros . org/ api /std_msgs/html/msg/
Int8Mult iArray . html) byte array message conta in ing the bytes to
t ransmit in ∗ i n t 8 [] data ∗ .
### Running the carmine_protocol_node on i t s own
1 . Source the setup . bash paths
‘ ‘ ‘
$ source /usr / ros /melodic / setup . bash
or
$ source /opt/ ros /melodic / setup . bash
$ source catkin_ws/devel / setup . bash
‘ ‘ ‘
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2 . Run ROS core
‘ ‘ ‘
$ roscore
‘ ‘ ‘
3 . Run the required nodes :
− cdr_node
− uart_raspi3_node
4 . Run the carmine_protocol_node
‘ ‘ ‘
$ rosrun carmine_protocol carmine_protocol_node
‘ ‘ ‘
5 . The carmine_protocol_node node wi l l publ ish a [( std_msgs/
Int8Mult iArray ) ]( ht tp : / / docs . ros . org/ api /std_msgs/html/msg/
Int8Mult iArray . html) byte array message conta in ing the bytes to
t ransmit in ∗ i n t 8 [] data ∗ .
## Bu i l t With
∗ Catkin
## Authors
∗ ∗∗ Serg i Costa∗∗
## Acknowledgments
∗ [ I n s t i t u t d ’ Organi tzac io i Control (IOC−UPC) ]( ht tps : / / ioc . upc . edu/
ca )
E.3 Paquet RUPIOC
# RUPIOC
ROS message to byte s t r i ng communication protoco l fo r IOC ( I n s t i t u t d
’ Organi tzac io i Control ) , o r i g i n a l l y designed for UART
transmiss ions .
This vers ion i s intended to work alongside the cdr_node from the
cont ro l l ing_dis tance_on_road package and the uart_raspi3_node from
the uar t_ rasp i3_ ros package .
− package : rupioc
− nodes :
− rupioc_node
− launch f i l e s :
− rupioc_node . launch
## Operation Scheme
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### Input ROS messages
− cdr_node/ a c c e l e r a t i on [( geometry_msgs/Accel ) ]( ht tp : / / docs . ros . org/
melodic / api /geometry_msgs/html/msg/Accel . html) : Acce le ra t ion value
tha t i s to be t ransmi t ted
### Output ROS messages
− rupioc_node/ byte_array [( std_msgs/ Int8Mult iArray ) ]( ht tp : / / docs . ros .
org/ api /std_msgs/html/msg/ Int8Mult iArray . html) : Array of bytes (
s tored in ∗ i n t 8 [] data∗) to t ransmit through the UART.
## Gett ing S ta r t ed
These i n s t r u c t i on s wi l l get you through a l l a copy of the p ro j e c t up
and running on your l o c a l machine fo r development and t e s t i ng
purposes .
### The RUPIOC protoco l
The communications protoco l c on s i s t s on a s t r i ng of bytes s t a r t ed by
a header ‘DLE STX ‘ and ended by a t a i l ‘CHK DLE ETX‘ conta in ing
the message or values to send and information on the type and s i z e
of them :
‘DLE STX SZ TP MSG CHK DLE ETX‘
| Element | Descr ip t ion | S ize ( Bytes ) | Value |
| −−−−−−− | −−−−−−−−−−−−−−−−−−−−− | −−−−−−−−−−− | −−−−−−−−−−−−−− |
| DLE | Data Link Escape | 1 | 0x10 |
| STX | S t a r t of t ransmiss ion | 1 | 0x02 |
| ETX | End of t ransmiss ion | 1 | 0x03 |
| SZ | S ize | 1 | S ize of TP+MSG |
| TP | Type | 1 | Type of msg |
| MSG | Message | SZ−1 | Value to tx |
| CHK | Checksum | 2 | Checksum |
### P r e r equ i s i t e s
#### Software p r e r equ i s i t e s :
− [ROS]( http : / / wiki . ros . org/melodic / I n s t a l l a t i o n )
## Compiling
1 . Create a ca tk in workspace d i r e c to ry and a s r c d i r e c to ry ins ide
‘ ‘ ‘
$ mkdir rupioc_catkin_ws
$ mkdir rupioc_catkin_ws / s r c
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‘ ‘ ‘
2 . Place the rupioc fo lde r ins ide the rupioc_catkin_ws / s r c fo lde r
3 . Run ca tk in bui ld ins ide the workspace
‘ ‘ ‘
$ cd rupioc_catkin_ws
$ ca tk in bui ld
‘ ‘ ‘
4 . Wait fo r some seconds . I f everything compiled OK you should see a
conf i rmat ion message from ca tk in and the next f o lde r s ins ide
rupioc_catkin_ws
‘ ‘ ‘
$ l s
bui ld devel logs s r c
‘ ‘ ‘
## Running
### Using the launch f i l e (recommended)
1 . Source the setup . bash paths
‘ ‘ ‘
$ source /usr / ros /melodic / setup . bash
or
$ source /opt/ ros /melodic / setup . bash
$ source rupioc_catkin_ws /devel / setup . bash
‘ ‘ ‘
2 . Modify the launch f i l e ( ‘ launch/ rupioc_node . launch ‘ ) parameters :
− debug_sett ing : Allows to con t ro l which s t r i ng s are displayed
through / rosout . Set to 15 to display everything . Set to 0 to
display nothing .
3 . Run the launch f i l e
‘ ‘ ‘
$ roslaunch rupioc rupioc_node . launch
‘ ‘ ‘
4 . The rupioc_node node wi l l publ ish a [( std_msgs/ Int8Mult iArray ) ](
ht tp : / / docs . ros . org/ api /std_msgs/html/msg/ Int8Mult iArray . html)
byte array message conta in ing the bytes to t ransmit in ∗ i n t 8 []
data ∗ .
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### Running the rupioc_node on i t s own
1 . Source the setup . bash paths
‘ ‘ ‘
$ source /usr / ros /melodic / setup . bash
or
$ source /opt/ ros /melodic / setup . bash
$ source rupioc_catkin_ws /devel / setup . bash
‘ ‘ ‘
2 . Run ROS core
‘ ‘ ‘
$ roscore
‘ ‘ ‘
3 . Run the required nodes :
− cdr_node
− uart_raspi3_node
4 . Run the rupioc_node
‘ ‘ ‘
$ rosrun rupioc rupioc_node _param:=value
‘ ‘ ‘
L i s t of params :
− debug_sett ing : Allows to con t ro l which s t r i ng s are displayed
through / rosout . Set to 15 to display everything . Set to 0 to
display nothing .
5 . The rupioc_node node wi l l publ ish a [( std_msgs/ Int8Mult iArray ) ](
ht tp : / / docs . ros . org/ api /std_msgs/html/msg/ Int8Mult iArray . html)
byte array message conta in ing the bytes to t ransmit in ∗ i n t 8 []
data ∗ .
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E.4 Paquet Uart_ROS
# UART ROS node for Raspberry Pi 3
ROS node for Raspberry Pi 3 UART communications .
− package : uar t_ rasp i3_ ros
− nodes :
− uart_raspi3_node
− launch f i l e s :
− uart_raspi3_node . launch
## Operation Scheme
### Input ROS messages
− protocol_node / byte_array [( std_msgs/ Int8Mult iArray ) ]( ht tp : / / docs .
ros . org/ api /std_msgs/html/msg/ Int8Mult iArray . html) : Array of bytes
( s tored in ∗ i n t 8 [] data∗) to t ransmit through the UART.
### Output ROS messages
The uart_raspi3_node does not publ ish any ROS message . However i t
w i l l output the data through the UART TX pin ( usual ly pin 14) on
the Raspberry PI 3 .
## Gett ing S ta r t ed
These i n s t r u c t i on s wi l l get you through a l l a copy of the p ro j e c t up
and running on your l o c a l machine fo r development and t e s t i ng
purposes .
### P r e r equ i s i t e s
#### Hardware p r e r equ i s i t e s :
− [ Raspberry Pi 3]( ht tps : / /www. raspberrypi . org /)
#### Software p r e r equ i s i t e s :
− [ROS]( http : / / wiki . ros . org/melodic / I n s t a l l a t i o n ) i n s t a l l e d on the
Raspberry Pi 3 .
− [WiringPi Library ]( ht tp : / / wir ingpi . com/) i n s t a l l e d on the Raspberry
Pi 3 .
## Compiling
I f no compilat ion i s needed (or only the node and l aunch f i l e are
provided) jump to the next s e c t i on : Running
1 . Create a ca tk in workspace d i r e c to ry and a s r c d i r e c to ry ins ide
‘ ‘ ‘
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$ mkdir catkin_ws
$ mkdir catkin_ws/ s r c
‘ ‘ ‘
2 . Place the uar t_ rasp i3 fo lde r ins ide the catkin_ws/ s r c fo lde r
3 . Run ca tk in bui ld ins ide the workspace
‘ ‘ ‘
$ cd catkin_ws
$ ca tk in bui ld
‘ ‘ ‘
4 . Wait fo r some seconds . I f everything compiled OK you should see a
conf i rmat ion message from ca tk in and the next f o lde r s ins ide
catkin_ws
‘ ‘ ‘
$ l s
bui ld devel logs s r c
‘ ‘ ‘
## Running
### Using the launch f i l e (recommended)
1 . Source the setup . bash paths
‘ ‘ ‘
$ source /usr / ros /melodic / setup . bash
or
$ source /opt/ ros /melodic / setup . bash
$ source catkin_ws/devel / setup . bash
‘ ‘ ‘
2 . Se t the des ired device and baud ra t e by modifing the ‘ launch/ uart .
launch ‘ f i l e . UART device on Raspberry Pi 3 should be ‘/dev/
ttyAMA0 ‘ .
3 . Run the launch f i l e
‘ ‘ ‘
$ roslaunch uar t_ rasp i3_ ros uart_raspi3_node . launch
‘ ‘ ‘
4 . The uar t_ rasp i3 node wi l l subscr ibe to a protoco l node tha t
publ ishes [ Int8Mult iArray ]( ht tp : / / docs . ros . org/ api /std_msgs/html/
msg/ Int8Mult iArray . html) messages and send the rece ived bytes
through the Raspberry Pi 3 UART. You can remap ‘ protocol_node /
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byte_array ‘ to the appropiate name .
### Running the uart_raspi3_node on i t s own
1 . Source the setup . bash paths
‘ ‘ ‘
$ source /usr / ros /melodic / setup . bash
or
$ source /opt/ ros /melodic / setup . bash
$ source catkin_ws/devel / setup . bash
‘ ‘ ‘
2 . Run ROS core
‘ ‘ ‘
$ roscore
‘ ‘ ‘
3 . Run the uart_raspi3_node node
‘ ‘ ‘
$ rosrun uar t_ rasp i3_ ros uart_raspi3_node _param:=value
‘ ‘ ‘
L i s t of params :
− baudRate : Desired UART transmiss ion and recept ion ra t e
− device : UART Raspberry Pi 3 device ( usual ly ‘/dev/ttyAMA0 ‘ )
Example
‘ ‘ ‘
$ rosrun uar t_ rasp i3_ ros uart uart_raspi3_node baudRate :=115200
device=/dev/ttyAMA0
‘ ‘ ‘
4 . The uart_raspi3_node wi l l subscr ibe to a protoco l node tha t
publ ishes [ Int8Mult iArray ]( ht tp : / / docs . ros . org/ api /std_msgs/html/
msg/ Int8Mult iArray . html) messages and send the rece ived bytes
through the Raspberry Pi 3 UART.
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