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Resum 
 
 
Uno de los mercados que hoy en día se está explotando cada vez más es el 
de las aplicaciones móviles. 
Existen multitud de aplicaciones, lo que supone una competencia entre 
desarrolladores por conseguir éxito en el número de descargas. 
 
Una de las problemáticas con la que se encuentran, además de la 
competencia, es el desarrollo de su aplicación en las diferentes plataformas 
existentes (Android, iOS, Windows Phone…). 
 
Esto supone un problema, ya que cada plataforma trabaja con un lenguaje de 
programación diferente, lo que implica más tiempo de desarrollo si la 
aplicación quiere desplegarse en cada una de ellas. 
 
En esta problemática se centra este proyecto, y plantea una posible solución a 
ella mediante el desarrollo de una aplicación para móviles utilizando 
herramientas de desarrollo multiplataforma. 
 
Más concretamente, la aplicación desarrollada es PhotoShare, una aplicación 
para compartir fotografías de manera anónima y que permite a los usuarios 
obtener las imágenes que hayan sido tomadas a una cierta distancia de su 
dispositivo en una fecha en concreto. 
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Overview 
 
The mobile application’s market is being more exploited nowadays. 
 
There are a lot of mobile apps, what means a rivalry between developers to get 
a higher download rate. 
 
One of the problems with which they are, besides the rivalry, is to develop their 
application in the different platforms (Android, iOS, Windows Phone…). 
 
This implies to work with the programming language of the different platforms, 
which means an extra time in terms of developing if the application is desired 
to be deployed across all platforms. 
 
This is the problem this project is focused in, giving a solution to it by a mobile 
application’s development using cross-platform tools. 
 
The developed application is PhotoShare, which allows to share images 
anonymously and to get those which have been taken at a distance from the 
user on a particular day. 
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 INTRODUCCIÓN 
 
Actualmente, el mercado de las aplicaciones móviles es un mercado realmente 
explotado y con bastante competencia, lo cual supone un reto para los 
desarrolladores que sus creaciones tengan verdadero éxito. 
 
El éxito de la aplicación se traduce en un gran número de descargas, lo que 
supone un deseado beneficio para el/los desarrollador/es. 
 
¿Y cuál es la clave para que una aplicación tenga un gran número de 
descargas? 
 
Pueden ser muchas, pero una de las principales es su utilidad. Cuanto más útil 
sea una aplicación para el usuario, más descargas tendrá y más probabilidad 
tendrá que el boca a boca haga su tan beneficioso efecto, sin necesidad de 
costosas campañas de marketing. 
 
Comparando dos aplicaciones actuales en el mercado, Whatsapp y Line, se 
puede ver que el boca a boca surgió más efecto que el anunciarse por los 
medios de comunicación. Whatsapp ofrece un servicio de mensajería gratuito 
al usuario y tuvo, y tiene, un verdadero éxito entre los usuarios de dispositivos 
móviles en España. El boca a boca hizo su efecto muy rápido; la combinación 
de comunicación a distancia y gratuito es realmente atractiva. 
 
Line, sin embargo, optó por anunciarse por los medios de comunicación, no 
obteniendo un éxito notorio más allá del que la gente sepa que la aplicación 
existe. ¿Por qué? Porque ofrecía lo mismo que Whatsapp, además de 
llamadas gratuitas por VoIP1, emoticonos exclusivos y demás funcionalidades. 
El problema de competir con productos fuertemente instaurados, es que la 
innovación que se debe ofrecer a los usuarios tiene que ser de verdadera 
utilidad, haciéndoles ver que lo nuevo es mejor. 
 
Pero a veces, añadir demasiadas cosas nuevas, no atrae a muchos usuarios, 
como en el caso de Line. Muchas funcionalidades extras respecto a Whatsapp 
pero muchos usuarios no quisieron migrar porque optaron por la simplicidad 
que ofrece esta última. 
 
Por lo tanto, analizar la competencia es otro de los factores importantes a tener 
en cuenta para conseguir un buen número de descargas. 
 
Pero el problema en el que se centrará este proyecto, es el desarrollo en las 
diferentes plataformas móviles (Android, iOS, WindowsPhone…). 
 
¿Por qué es un problema? Porque cada una de las plataformas funciona con 
sistemas operativos diferentes y hacer una aplicación supone hacer tres o más, 
ya que los lenguajes de programación utilizados en cada una de ellas para el 
                                            
1
 Grupo de recursos que hacen posible que la señal de voz viaje a través de la red con 
protocolo IP. 
  
desarrollo son diferentes, por lo tanto, el despliegue en los diferentes sistemas 
no es trivial (Fig.i1). 
–
 
     
Fig.  i1 Esquema de lenguajes de programación en las diferentes plataformas 
 
Si el desarrollador quiere que su aplicación sea descargable para usuarios de 
dispositivos Android, Windows Phone e iOS, deberá conocer los lenguajes 
asociados a los diferentes sistemas operativos y dedicar, obviamente, más 
tiempo. 
 
Sería ideal poder hacer lo más sencilla posible la etapa de despliegue, de 
manera que el código pueda reutilizarse en las diferentes plataformas sin 
necesidad de cambios, pero, ¿existe alguna solución para ello? 
 
Actualmente existen multitud de herramientas para el desarrollo 
multiplataforma, que utilizan lenguajes de programación web (HTML5 y 
Javascript) y que permiten el despliegue de aplicaciones en los diferentes 
markets. 
 
Estas herramientas, o frameworks2, unifican la parte de desarrollo, haciendo 
que el código implementado sea reutilizable (Fig. i2). 
 
                                            
2
 Estructuras que facilitan el desarrollo de software, proporcionando al programador bibliotecas, 
programas y otras herramientas para unir los diferentes componentes de un proyecto. 
  
 
Fig.  i2 Esquema de unificación del desarrollo 
 
 
Por lo tanto, utilizar esta clase de herramientas es una solución realmente útil  
y, de hecho, es el tema principal de este proyecto.  
 
A lo largo de este documento, se explicará, en diferentes capítulos, el diseño y 
el desarrollo de PhotoShare, una aplicación construida mediante el uso de 
frameworks multiplataforma, introduciendo primeramente cual es  la situación 
de  estas herramientas a día de hoy y cuáles de ellas se han escogido para la 
implementación de la aplicación. 
  
  
CAPÍTULO 1. Frameworks multiplataforma 
 
En este capítulo, se explicará cual es el estado actual de las herramientas de 
desarrollo multiplataforma, que permiten crear aplicaciones para dispositivos 
móviles mediante el uso de HTML5, Javascript y CSS3, introduciendo algunas 
de ellas, al igual que aplicaciones construidas con estos frameworks, y cuáles 
se han escogido para el desarrollo de este proyecto. 
 
1.1. Situación actual 
 
La opción del desarrollo multiplataforma es una solución realmente atractiva 
actualmente, teniendo en cuenta que ahorra una gran cantidad de tiempo a los 
programadores de cara al despliegue de sus aplicaciones en los diferentes 
sistemas existentes en el mercado. 
 
Por lo tanto, solventado el problema de la unificación del desarrollo, surge otro 
problema que es cuál de estas herramientas escoger. 
 
La solución varía en función de que requisitos se quieren cumplir una vez la 
aplicación esté finalizada, es decir, es necesario saber lo que la aplicación va a 
hacer, porque de ello dependerá el uso de un framework u otro. 
 
Por ejemplo, si la aplicación ha de hacer fotos, se ha de escoger una 
herramienta que permita acceder a la cámara sin el uso de código nativo (Java, 
C#...). 
 
Además, hay que conocer las diferentes opciones que existen en pos de hacer 
una elección acorde a las funcionalidades de la aplicación (Fig.1.1). 
 
 
 
Fig.  1.1 Algunos frameworks multiplataforma 
 El aspecto visual de la aplicación resultante varía en función del framework 
utilizado, ya que cada uno tiene soluciones diferentes para la interfaz de 
usuario. 
 
Por ejemplo, se puede observar diferencia si se compara una interfaz diseñada 
con JQuery Mobile y Sencha (Fig 1.2). 
 
 
 
 Fig. 2.2 JQuery Mobile vs Sensa Touch 2 (Android) 
 
 
Las diferencias son de diseño, por lo tanto, en este caso, la elección estará 
basada en que interfaz convence más al desarrollador. 
 
Por otro lado, existen herramientas que dan la posibilidad de acceder a 
funcionalidades propias del dispositivo, como la cámara o el GPS. Así que 
dependiendo del comportamiento de la aplicación, la combinación de varios 
frameworks puede ser estrictamente necesaria. 
 
En el caso de este proyecto, se ha combinado el uso de Apache Cordova, para 
acceder a la posición GPS del dispositivo y la interfaz de la cámara, y JQuery 
Mobile, que ofrece soluciones de interfaz de usuario bastante atractivas.  
 
Además, para el despliegue de las diferentes plataformas, se hace uso del XDK 
de Intel, cuyas características y funcionamiento se explicarán más adelante en 
este capítulo. 
 
 
  
1.2. Apache Cordova 
 
Es una herramienta open source que permite el desarrollo de aplicaciones 
híbridas mediante el uso de herramientas genéricas, definidas en los 
estándares web (HTML5, Javascript y CSS3). 
 
Este framework proporciona al desarrollador un conjunto de APIs, en 
Javascript, que permiten el acceso a funcionalidades propias del dispositivo sin 
necesidad de utilizar código nativo (Java, C# y Objective-C) (véase[1]). Este 
framework  maneja API, ofreciendo la posibilidad de acceder a elementos del 
dispositivo mediante una interfaz de funciones foráneas en Javascript y 
permitiendo la construcción de una aplicación sin el uso de código nativo (Java, 
C# y Objective-c) (véase [1]). 
 
 
Por ejemplo, una de las posibilidades que ofrece esta herramienta es el acceso 
a la cámara, que es necesario para el desarrollo de este proyecto (Fig. 1.3): 
 
navigator.camera.getPicture(onPhotoDataSuccess, onFail, { quality: 50, 
destinationType: destinationType.DATA_URL/FILE_URI }); 
   
Fig.  3.3 Acceso a la cámara en Apache Cordova 
 
 
La función camera.getPicture permite acceder a la interfaz de la cámara del 
dispositivo o a su galería. La imagen original queda codificada como  texto  en 
Base64 o bien como una URI3 (Uniform Resource Identifier) a un archivo. 
 
Esta imagen es enviada a onPhotoDataSuccess o, en caso de haber algún 
error, se hace una llamada a la función onFail. 
 
Otra de las opciones del dispositivo a la que se puede acceder es la posición 
GPS, que también es utilizada en el proyecto (Fig. 1.4). 
 
navigator.geolocation.getCurrentPosition(geolocationSuccess, 
[geolocationError],[geolocationOptions]); 
 
Fig.  4.4 Acceso a la posición GPS en Apache Cordova 
 
 
La función geolocation.getCurrentPosition obtiene la posición actual del 
dispositivo, la cual es retornada al callback geolocationSuccess y en caso de 
haber algún error, la llamada se realiza al método geolocationError. 
 
Ambas funcionalidades hacen  uso de Javascript. La utilización de este 
lenguaje interpretado y de estándares, web hace posible que el despliegue en 
los diferentes sistemas operativos sea realmente sencillo.  
 
                                            
3
 Cadena corta de caracteres que identifica inequívocamente un recurso 
 El uso de MVC (Modelo-Vista-Controlador) (véase [2]) como patrón de 
arquitectura, es una solución muy extendida para el diseño de aplicaciones 
móviles (Fig. 1.5-7). Este patrón divide la aplicación en tres capas diferentes, 
intercomunicadas entre ellas, donde cada una cumple su cometido en el 
funcionamiento de la aplicación.Como cada plataforma trabaja la interfaz de 
usuario con lenguajes diferentes a  los de la lógica de la aplicación, se puede 
aplicar MVC (Modelo-Vista-Controlador) (véase [2]) como patrón de diseño 
(Fig. 1.5-7).  
 
 
 
 
Fig.  5.5 Esquema MVC cliente iOS 
 
 
 
 
Fig.  1.6 Esquema MVC cliente Windows Phone 
 
 
  
 
 
Fig.  1.7 Esquema MVC cliente Android 
 
Sin embargo, Apache Cordova permite la unificación de las diferentes partes 
del patrón, ya que la propia aplicación cumple con los estándares web sin llegar 
a ser una aplicación web propiamente dicha. Por lo tanto, mediante el uso de 
los tres lenguajes definidos en estos estándares (Fig.1.8), es posible la 
creación de aplicaciones híbridas y fáciles de integrar en las diferentes 
plataformas. 
 
 
 
 
Fig.  1.8 Esquema MVC cliente Apache Cordova 
 
1.3. Testeando Apache Cordova con Mono 
 
Como una alternativa para hacer más sencilla la integración de la aplicación en 
los diferentes OS, es interesante el uso de Apache Cordova conjuntamente con 
Mono (Monodroid y Monotouch). 
 
Monodroid (Android) y Monotouch (iOS) son implementaciones multiplataforma 
de Microsoft .NET, creados por Xamarin. 
 
 La idea de ambos plugins, es poder desarrollar aplicaciones nativas mediante 
el uso de C# en el IDE proporcionado por esta compañía (Xamarin Studio). 
 
La combinación de Apache Cordova con Mono es, de hecho, una solución 
bastante atractiva, ya que se puede unificar la parte visual en las diferentes 
plataformas utilizando HTML, Javascript y CSS3 y la parte con lógica más 
compleja utilizando C# (Fig 1.7). 
 
 
 
Fig.  1.7 Esquema aplicación Apache Cordova+Plugin 
Sin embargo, lo que parece la panacea de todas las soluciones, tiene un 
inconveniente. La licencia para poder trabajar con esta herramienta es de pago, 
habiendo licencias desde los 299$ hasta los 1899$. 
 
Por lo tanto, se descartó esta opción por falta de presupuesto.  
 
 
 
 
 
  
1.4. JQuery Mobile 
 
Es un framework open source cimentado en JQuery4 con un sistema de interfaz 
de usuario basado en HTML5. Está diseñado para realizar aplicaciones web 
optimizadas para dispositivos móviles de diferentes OS. 
 
JQueryMobile (véase [3]) evita la necesidad de conocer la lógica específica de 
los dispositivos, y centra el desarrollo en el navegador web. Está enfocado para 
realzar las vistas de la aplicación. 
 
Al igual que Apache Cordova, este framework emplea una API, pero con la 
diferencia que no permite utilizar elementos del dispositivo, si no que da la 
posibilidad de mejorar el aspecto visual de la aplicación mediante diferentes 
eventos y widgets preconfigurados en esta.Al igual que Apache Cordova, este 
framework emplea una API que ofrece gran variedad de funciones, eventos, 
widgets, etc. 
 
Por ejemplo, la visualización de un botón en HTML es muy simple (Fig.1.8-9), y 
las opciones de personalización son más complejas, se requiere el uso de 
hojas de estilo (archivos con extensión css) para modificar  características de 
este elemento como los bordes, sombreados, background, etc.  
 
 
 
Fig.  1.8 Ejemplo de botón en HTML 
 
 
<a href=""> 
    <button name=”botón”>click me</button> 
</a> 
 
Fig.  1.9 Ejemplo código de botón en HTML 
 
 
En el caso de JQueryMobile, las características de los diferentes elementos del 
DOM5 ya vienen predefinidas en una hoja de estilo, ofreciendo un aspecto 
visual bastante elaborado, sin necesidad de acceder a ella. Por lo tanto, con el 
uso de este Framework, la personalización de los diferentes elementos se 
simplifica notablemente (Fig. 10-11). 
 
 
                                            
4
 Biblioteca de JavaScript, simplifica la interactuación con documentos HTML. 
5
 Document Object Model 
  
 
Fig.  1.10 Ejemplo de botón en JqueryMobile 
 
 
<a data-role="button" data-transition="flow" data-theme="b" href="#page2"> 
   Download 
</a> 
 
Fig.  1.11 Ejemplo código de botón en JqueryMobile 
 
JqueryMobile ofrece una herramienta (ThemeRoller) (Fig.1.12) que permite 
testear, mediante el uso de Drag & Drop, una gran variedad de colores sobre 
los diferentes elementos de la interfaz y descargar el archivo con extensión css 
para ser importado a la aplicación. 
 
 
 
 
Fig.  1.12 ThemeRoller 
 
Estas son algunas de las funcionalidades que ofrece este framework y para 
hacerse una idea del resultado final, se puede echar un vistazo a algunas 
aplicaciones desarrolladas con la ayuda de esta herramienta (Fig. 1.13) 
 
 
  
 
 
Fig.  1.13 Aplicaciones con Jquery Mobile 
 
1.5. Intel XDK 
 
Intel XDK (véase [4]) es un kit de desarrollo creado por Intel, como su propio 
nombre indica, que permite la creación de aplicaciones híbridas para 
dispositivos móviles mediante el uso de los lenguajes de programación web 
HTML5, Javascript y CSS3. 
 
Si bien esta era la característica principal de los dos frameworks anteriores, 
esta herramienta proporciona al programador un entorno de desarrollo, un 
emulador de dispositivos y además permite la creación de los instalables 
(apk,app,xap…) para las diferentes plataformas sin necesidad de instalar más 
entornos de desarrollo y sdks nativas para este fin. 
 
El uso de esta herramienta en el proyecto se ha limitado a probar la aplicación 
en diferentes dispositivos a través del emulador y al despliegue de esta en las 
diferentes plataformas. 
Para el despliegue, Intel XDK ofrece el menú Build, en el cual puedes 
seleccionar en que sistema quieres desplegar la aplicación (Fig. 1.14), 
pudiendo, además, publicarla en el market correspondiente a esa plataforma. 
 
 
  
 
Fig.  1.14 Plataformas disponibles en Intel XDK 
 
 
Se escogió esta herramienta para el despliegue por la posibilidad que ofrecía 
de emular aplicaciones en diferentes dispositivos. Esto permite el no tener que 
cargar la aplicación en un dispositivo físico cada vez que se realiza una 
modificación y evita el tener que disponer de dispositivos móviles más allá del 
particular. Además, el poder subir aplicaciones a los diferentes mercados hace 
de este kit de desarrollo una solución acorde a los objetivos de nuestro 
proyecto.  
 
1.6. Conclusiones 
 
La combinación de varios frameworks para el desarrollo de este proyecto 
resulta de verdadera utilidad. Se consiguen aplicaciones con interfaces de 
usuario realmente logradas y con acceso a funcionalidades nativas de los 
dispositivos en diferentes plataformas. 
 
En los siguientes capítulos, se entrará en detalle en el diseño y el desarrollo de 
PhotoShare, además de la integración de esta con una aplicación en servidor 
en Play Framework y su despliegue en diferentes plataformas mediante el uso 
del Intel XDK.   
  
CAPÍTULO 2. Diseño 
 
El diseño es una de las partes más relevantes en el desarrollo de aplicaciones 
móviles. Es importante que la parte de cliente sea vistosa y sencilla para poder 
abarcar a una mayor cantidad de usuarios, las aplicaciones que han tenido más 
éxito son aplicaciones que, para el usuario, son sencillas de usar, y con 
diseños simples.  
 
 
2.1. Terminal 
 
PhotoShare ha sido diseñado para llevar a cabo una idea sencilla, por eso la 
interfaz gráfica se ha creado a partir de esta idea (Fig. 2.1). La interfaz del 
terminal se basa en una interfaz web en HTML, complementada con JQuery 
Mobile.  
 
 
 
PhotoShare ha sido diseñada para poder compartir imágenes de manera 
anónima entre diversos usuarios. 
 
Los diferentes clientes podrán descargar las fotografías que hayan sido 
tomadas en un dia en concreto dentro de un radio determinado. 
 
Además, se podrá consultar, mediante una interfaz en Google Maps, las 
ubicaciones de las diferentes imágenes y el usuario podrá descargar a su 
dispositivo móvil la fotografía que desee (Fig. 2.1). 
  
 
Fig. 2.1 Esquema general PhotoShare 
  
2.1.1. Pantalla principal 
 
Al inicializar la aplicación se mostrará una pantalla que consta de 4 botones en 
total y un GIF que va mostrando de manera minimalista las acciones que se 
pueden llevar a cabo con PhotoShare (Fig.2.2). 
 
Seleccionando el botón “Comparte”, se abrirá la cámara nativa del dispositivo, 
con todas las opciones de ésta disponibles (calidad, uso de flash, etc). Al 
realizar la foto, se visualiza previamente la imagen capturada, para decidir si 
quiere realizarse otra fotografía, o enviarla directamente al servidor. 
 
 
 
Fig. 2.2 Diseño pantalla principal 
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2.1.2. Menú lateral 
 
Al pulsar el botón “Menú” se desplegará un menú lateral con 4 botones (Fig. 
2.3).  
 
 
 
 
Fig. 2.3 Diseño menú lateral 
 
 
Al seleccionar “Alteraid”, se mostrará la página web oficial de esta empresa que 
ha dado soporte a la parte servidor de este proyecto. 
 
Escogiendo “Mapa General” se accederá a Google Maps, dónde se mostrará 
todas las imágenes capturadas situadas en su localización exacta (Fig 2.4), 
dando la opción de ver cualquier imagen in miniatura seleccionada en el mapa. 
 
 
  
 
 
 Fig. 2.4 Diseño Google Maps 
 
 
Eligiendo “Opciones” aparecerá mediante un PopUp (Fig 2.5) la opción que 
permitirá seleccionar previamente la distancia (en metros), para ver las 
imágenes alrededor del usuario a partir de su ubicación. 
 
 
 
 
Fig. 2.5 Diseño PopUp de opciones 
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Finalmente en “Información” mostrará una pequeña explicación de la 
aplicación, y los creadores de ésta (Fig 2.6). 
 
 
 
 
Fig. 2.6 Diseño pantalla Información 
 
2.1.3. Pantalla descubre 
 
Seleccionando “Descubre”, aparecerán dos botones, un ScrollBar y un 
DatePicker (Fig 2.7), donde el usuario podrá seleccionar la fecha deseada para 
ver las fotografías, la distancia para calcular el área para ver las imágenes de 
alrededor. 
 
 
  
 
  
 
 
  Fig. 2.7 Pantalla inicial seleccionando “Descubre” 
 
 
Pulsando “Principal”, se volverá a la pantalla inicial de la aplicación, con 
“Descarga” se mostrará la lista de imágenes del día y radio seleccionado 
mediante el ScrollBar (valor máximo 500 metros) y el DatePicker (Fig 2.7). 
 
 
 
 
 
Fig. 2.7 Diseño de lista descargada. 
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En caso de querer ver la imagen seleccionada únicamente, se podrá 
seleccionar la imagen de la lista y se mostrará en una pantalla nueva, 
permitiendo hacer ZOOM de ésta y guardarla en el dispositivo. 
 
Las notificaciones a los usuarios son importantes en la aplicación, es necesario 
que en cada acción que se hace el usuario sepa si ésta se ha hecho de manera 
satisfactoria o no, porque de lo contrario no puede pronosticarse si la aplicación 
está funcionando correctamente. 
 
De esta manera se ha planteado el diseño de PhotoShare, con el objetivo que 
sea sencillo e intuitivo para el usuario. 
 
2.2. Servidor 
 
Simplemente centrando el funcionamiento de la aplicación en el terminal, esta 
no tendría el comportamiento que se espera de ella. Si se quiere almacenar 
imágenes e información relacionada con estas, que posteriormente se 
compartirán, es lógico pensar en una unidad de almacenamiento remoto con la 
que los diferentes usuarios puedan interactuar. 
 
De manera que se ha pensado en la implementación de una pequeña 
aplicación en servidor que se encargue de esta interactuación con el usuario 
(Fig. 2.9). 
 
 
 
Fig. 2.9 Esquema de funcionamiento del servidor 
 
   
  
Esta, trabajará con base de datos, de manera que pueda guardar en ella las 
imágenes que reciba de los diferentes clientes al igual que deberá ser capaz de 
servir al usuario un listado con las fotos que estén a una determinada distancia 
de él. 
 
Además, el usuario podrá consultar la posición de las diferentes fotografías 
mediante Google Maps. Por lo tanto, el servidor deberá mostrar al usuario una 
página con las ubicaciones de las diferentes imágenes, teniendo la opción de 
poder visualizar cada una de ellas (Fig 2.10).  
 
 
 
 
 
 
Fig. 2.10 Ubicación de las imágenes con Google Maps 
 
 
Al hacer click en las diferentes ubicaciones, el usuario podrá visualizar la 
imagen tomada en esa localización, al igual que podrá consultar el modelo de 
dispositivo con el  que se ha realizado la fotografía. 
 
Teniendo en cuenta este diseño, en los capítulos siguientes se entrará más en 
detalle en el desarrollo de PhotoShare, tanto en su parte cliente como en su 
parte de servidor, y en los resultados finales obtenidos. 
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CAPÍTULO 3. Desarrollo en Servidor 
 
El uso de Servidor es totalmente imprescindible para el correcto funcionamiento 
de la aplicación, sin él, esta carece completamente de sentido. 
 
Es necesario que el servidor almacene en una base de datos las imágenes que 
los diferentes usuarios hagan, al igual que su localización, la fecha en la que se 
realiza la fotografía y la marca y modelo del teléfono con el cual se hace. 
 
Para ello, se requiere tener en funcionamiento una aplicación en el servidor que 
atienda las peticiones de los usuarios y con acceso a una base de datos en la 
cual poder guardar la información del cliente. 
 
Existen multitud de soluciones para este problema, desde el uso de PHP6 con 
conexión persistente a base de datos hasta el uso de frameworks basados en 
un patrón de diseño MVC. 
 
 
3.1 Uso de Play Framework 
 
Play es un framework para aplicaciones web de código abierto, escrito en Java 
y Scala,  basado en el patrón de diseño MVC (Modelo-Vista-Controlador). 
Esta herramienta maneja una API para persistencia de objetos en bases de 
datos relacionales (Object Relational Mapping-ORM), llamada JPA7 (Java 
Persistence API), la cual permite una mayor facilidad en la creación de la 
propia base de datos mediante un mapeo directo del modelo de la aplicación. 
 
Sin nada que configurar, Play inicializa automáticamente el Administrador de 
Entidades de JPA (JPA Entity Manager) y se sincroniza con la base de datos 
en cada carga del código fuente de la aplicación. 
 
En la versión 1.2 y posteriores, Play trabaja con H2, un sistema de gestión de 
bases de datos relacionales8 programado en Java y compatibles con bases 
de datos MySQL. 
 
Además, ofrece la posibilidad de crear bases de datos persistentes mediante el 
uso de Hibernate, un framework integrado.  
 
Por otro lado, existe la posibilidad de testear las tres partes de la aplicación 
(Modelo, Vista y Controlador) por separado mediante el uso de JUnit y 
Selenium. 
 
                                            
6
 Web PHP: http://www.php.net/ 
7
 API que permite interaccionar con bases de datos mediante el lenguaje de programación Java 
8
 Bases de datos cuyas tablas están interconectadas por parámetros comunes 
  
Por lo tanto, se ha escogido esta herramienta para la creación de la aplicación 
en servidor porque propone una solución sencilla al problema de 
almacenamiento de la información y por su escalabilidad. 
 
 
3.2 Implementación 
 
La idea, tal y como se ha comentado anteriormente, es tener en funcionamiento 
en el lado servidor un gestor de peticiones de clientes con un acceso a base de 
datos, de manera que toda la información que envíe o solicite el usuario pueda 
ser servida de la manera más rápida posible. 
 
En primer lugar, hay que definir la estructura que tendrá la base de datos, es 
decir, que tablas van a ser creadas y los valores de las diferentes columnas de 
cada una de ellas. 
 
Por lo tanto, la creación de la base de datos implica la creación de un Modelo, 
compuesto por diferentes objetos con atributos y métodos asociados, que 
posteriormente será mapeado en la base de datos mediante JPA. 
 
En segundo lugar, se debe diseñar ese gestor, con acceso a la base de datos 
ya creada, que atienda las peticiones de los diferentes usuarios. 
 
En este caso, el controlador es el que desempeña esta tarea, por lo tanto, se 
deberán implementar diferentes métodos, a los que el cliente llamará para 
guardar o recoger información de la base de datos. 
 
Por último, se ha implementado, usando la API de Google Maps (véase [5]), un 
mapa con la localización de las imágenes capturadas por los usuarios en cada 
una de sus localizaciones. 
3.2.1 Modelo 
 
La implementación del modelo es el primer paso en la creación de esta 
aplicación, pudiendo ser más o menos compleja en función de las clases que lo 
formen y las relaciones existentes entre ellas. 
 
En este caso, el modelo es sencillo, ya que solo consta de dos clases. 
 
Una de las clases definidas (GeoPoint) es la encargada de almacenar las 
diferentes ubicaciones de las fotos realizadas en coordenadas UTM, con un 
método para calcular la distancia entre ellas, el cual se utiliza para poder listar 
las diferentes imágenes en el cliente. 
 
Este método devuelve un valor de distancia en metros entre dos puntos, el cual 
se comparará con un umbral en el controlador. 
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La segunda clase (GeoFileValue) contiene la imagen, juntamente con 
propiedades asociadas a ella, como el título de esta, el modelo del dispositivo 
con la que se ha tomado y la ubicación. 
 
Es importante destacar que la imagen además de guardarse como archivo en 
base de datos, se almacena en una petición http con una llamada a método del 
controlador (Obtener imagen) y con la ruta del directorio del servidor en el cual 
se encuentran las imágenes como parámetro. 
 
Además, se crea una miniatura de la imagen para que a la hora de descargar el 
listado de las imágenes, minimizar el consumo de datos. 
 
La relación entre ambas clases es inyectiva, es decir, a un objeto de la clase 
GeoFileValue le corresponde un único objeto GeoPoint, lo que, traducido a 
sintaxis SQL, corresponde a una relación OneToOne entre tablas (Fig. 5.1). 
 
 
 
Fig.  5.1 Modelo de la aplicación en servidor mapeado 
 
 
Una vez creado el modelo, comprobando que está mapeado correctamente en 
la base de datos, se puede continuar con la implementación de las dos partes 
restantes de este patrón de diseño.   
 
3.2.2 Controlador 
 
Contiene la lógica de la aplicación web y es el encargado de gestionar las 
peticiones del cliente.  
 
 
 
 
 
  
El controlador trabaja únicamente con cuatro métodos: 
 
 Subir imagen  encargado de almacenar las imágenes recibidas por el 
controlador en la base de datos. Además, crea miniaturas de las 
imágenes y se crean directorios diferentes para almacenar las imágenes 
originales y en miniatura por separado. En caso de que se reciba algún 
parámetro vacío (NULL), lo notificará al usuario (Fig. 5.2). 
 
 
 
Fig.  5.2 Diagrama de flujo de la subida de imagen 
 
 
 Descargar imágenes  este método recoge de la base de datos las 
imágenes que no superen el umbral de distancia que marca el usuario, 
montando un objeto JSON9, que enviará al usuario, una vez realizada 
esta comparativa (Fig. 5.3). 
 
                                            
9
 Subconjunto de la notación literal en formato ligero de objetos de JavaScript  
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Fig.  5.3 Diagrama de flujo de descarga de imágenes 
 Obtener imagen  permite al usuario visualizar una imagen mediante 
el navegador web de su dispositivo. Este método recibe como parámetro 
una petición http con la ruta en servidor de la imagen deseada. 
 
 Guardar Imagen en dispositivo  busca en base de datos la imagen 
que el usuario solicita, de manera que el luego pueda guardarla en su 
dispositivo. 
  
 Mapas  crea dos listas con todas las imágenes y todas las 
localizaciones almacenadas en base de datos, construyendo dos objetos 
JSON con cada una de ellas. Estos objetos JSON son enviados a la 
vista. 
 
Estos son los métodos implementados que componen la lógica de esta 
aplicación en servidor y que serán los encargados de atender las diferentes 
peticiones de los usuarios.  
 
Finalmente, y para completar esta aplicación, se ha creado una web que 
trabaja con la API de Google Maps para mostrar las ubicaciones de las 
diferentes imágenes, para que el usuario pueda acceder desde su dispositivo. 
 
  
3.2.3 Vista 
 
La vista es la única parte de esta aplicación en servidor que se le muestra al 
usuario. De hecho, el usuario visualiza una página web. 
 
En este caso, utilizando la API de Google Maps, es posible mostrar las 
ubicaciones de las diferentes imágenes, dándole al usuario la opción de poder 
ver una miniatura de la imagen. 
 
 Los datos son enviados desde el controlador en dos objetos JSON. A partir de 
éstos se extraen los valores de latitud y longitud, que son enviados a Google, 
para que devuelva el mapa con todas las localizaciones situadas en el mapa 
(Fig 5.4). 
 
 
 
Fig.  5.4  Conexión controlador-vista con pase de parámetros 
 
El aspecto que muestra la web es tal y como se puede observar en la siguiente 
imagen (Fig. 5.5), donde se ubican las diferentes fotografías sobre el mapa que 
proporciona la API de Google Maps.  
 
 
Organització del treball   35 
 
 
Fig. 5.5 Visualización imágenes con Google Maps 
Una vez desarrollada la aplicación en servidor, simplemente hay que ubicarla 
en una máquina con acceso público, de manera que los usuarios fuera de la 
red privada en la que esté dicha máquina puedan tener acceso. 
  
  
CAPÍTULO 4. Desarrollo en cliente 
 
Las funcionalidades de la aplicación se pueden dividir en tres partes, 
primeramente subir una imagen al servidor con la localización exacta de ésta, 
segundo descargar la lista de imágenes cercanas al dispositivo y finalmente 
permitir al usuario que guarde cualquiera de las imágenes de la lista en su 
dispositivo con la calidad original, utilizando una base lógica mediante HTML, 
JavaScript y Jquery. 
 
4.1  Inicialización 
 
Previamente antes de poder realizar cualquier función,  la aplicación lleva a 
cabo diferentes comprobaciones sobre el dispositivo. 
 
Apache Cordova realiza diferentes comprobaciones mientras se inicializa la 
aplicación antes que el usuario empiece a usarla, estas son una parte muy 
importante ya que se encargan de comprobar si las funciones que se usan en 
la aplicación se han activado correctamente. 
 
Primeramente, comprueba si la geolocalización del dispositivo (GPS), está 
activada, en caso de no estarlo, la aplicación mostrará un mensaje de alerta 
donde informa al usuario la necesidad de tener activado el GPS. La 
geolocalización es una parte vital de PhotoShare, ya que se basa en la difusión 
de imágenes en zonas determinadas por un radio, las cuales se calculan en el 
servidor. 
 
Seguidamente pasa a detectar el modelo del dispositivo y el sistema operativo 
de éste, en ningún caso se adquiere información personal del usuario, para 
poder utilizarlo en diferentes funciones. 
 
También es necesario definir el origen de la imagen que se va a compartir, en 
caso de PhotoShare, el origen es la cámara, pero podría también ser la galería 
del dispositivo. 
 
El formato de salida de la imagen final que proporciona Apache Cordova son 
dos, una es la imagen codificada en Base64 (véase [6])(usada en PhotoShare), 
la segunda es la localización en el dispositivo de la imagen. Esta última tiene 
ciertas desventajas con los dispositivos con la versión de sistema operativo 
más actuales de Android, ya que la carpeta dónde se almacena por defecto la 
imagen seleccionada, solo tiene acceso un usuario root10, y no es posible 
recuperarla. 
 
 
 
                                            
10
 Usuario administrador que dispone de todos los permisos activados. 
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4.2 Subida de Imagen 
 
Para poder compartir una imagen, ésta se ha de realizar, abriendo la cámara 
nativa del dispositivo. El usuario puede modificar, si quiere, diferentes 
opciones, tales como usar el flash, bajar la calidad de la fotografía o hacer uso 
del temporizador entre otras. 
 
Una vez capturada la imagen, se visualiza previamente, y el usuario tiene 
opción de volver a repetir la captura, o en caso contrario aceptar la imagen 
para que sea subida al servidor. 
 
Para realizar la subida de imágenes a servidor se utiliza peticiones HTTP, al 
ser un protocolo de texto se codifica la imagen a base64 (Fig 4.1) para que 
pueda ser enviada. 
 
 
 
 
Fig. 4.1 Esquema subida imagen a servidor 
 
 
Para hacer las comunicaciones con servidor hay dos posibilidades: 
 
 Realizar la comunicación con servidor de manera nativa. 
 
 Realizar la comunicación mediante Ajax. 
 
  
La primera utiliza un plugin (véase [7]), que permite interactuar entre WebView 
(HTML, JavaScript) y cada uno de los lenguajes nativos (Java, Objective-C o C 
Sharp) (Fig. 4.2). 
 
 
 
 
Fig. 4.2 Esquema general de un plugin. 
 
La segunda opción realiza la comunicación con el servidor desde el navegador 
de manera asíncrona. 
 
Esta última opción es la seleccionada para realizar las comunicaciones con 
servidor en PhotoShare, permitiendo que la aplicación sea completamente 
multiplataforma. 
 
El servidor no solo recibe la imagen, la misma función envía también la latitud, 
longitud, el modelo del dispositivo y finalmente un título, formado por la fecha 
(formato: año, mes, día), y hora (formato: hora, minuto, segundo) de la captura 
de la imagen. 
 
Si la imagen ha sido subida correctamente, el servidor contestará con una 
respuesta estándar http (200 OK), y al usuario visualizará en su dispositivo un 
PopUp confirmando que la imagen se ha subido de manera satisfactoria. En 
caso contrario, el PopUp informará que ha habido un problema. 
 
El tiempo de subida de la imagen varía en función de la calidad de la captura, y 
de la conexión del dispositivo (Fig 4.3). 
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Fig. 4.3 Comparativa tiempos de subida Wifi y 3G 
 
 
4.3 Descarga de imágenes 
 
Para poder realizar la descarga de la lista de imágenes cercanas al dispositivo, 
primero se requiere seleccionar una fecha y una distancia (por defecto de 50 
metros), porque en caso de no seleccionar una fecha no se permite la 
obtención de la lista de imágenes por parte del servidor. 
 
Si no se selecciona ninguna fecha, se notifica al usuario mediante un PopUp 
donde debe seleccionarla para poder llevar a cabo la descarga.  
 
El método para comunicarse con el servidor es el mismo que la función de 
subir imagen, mediante Ajax se envía a servidor tres parámetros, la posición 
exacta del dispositivo (latitud y longitud), y una distancia máxima (en metros), y 
espera la respuesta del servidor (Fig 4.4). 
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Fig. 4.4 Esquema descarga de la lista 
 
 
La distancia máxima es usada en el servidor para definir la zona dónde se 
comparten las fotografías, éste calcula el área de difusión a partir de tres 
parámetros enviados por el usuario. 
 
El servidor retorna al cliente un fichero JSON (Fig 4.5). Este fichero contiene 
información para crear la lista que se mostrará al usuario: 
 
 Título de la imagen 
 Modelo del dispositivo 
 Localización de la imagen  
 IP de la imagen para poder crear la lista con miniaturas 
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[{"titulo":"20140205_010956", 
 
"id":1, 
 
"modelo":"Nexus 4", 
 
"localizacion":{"latitud":41.3984573,"longitud":2.1674634}, 
 
"value":"http://ip:puerto/getImage?path=/home/play-
1.2.3/Server/uploads/PhotoShare/20140205_010956"}] 
 
 
Fig. 4.5 Ejemplo de archivo JSon usado en PhotoShare 
 
 
Para crear la lista de imágenes, se hace uso de uno de los múltiples widgets 
que nos ofrece la API de JQuery mobile; listview más concretamente.  
 
Mediante el tag ul (undefined list) definimos un elemento lista en HTML, como 
el número de imágenes obtenidas en cada descarga puede ser variable, el 
número de elementos de la lista no puede ser fijo. Para añadirle el aspecto 
propio de los elementos de la API de JQueryMobile, se añade el atributo data-
role=”listview” y habilitando el elemento data-inset=”true” para poder añadir 
elementos a la lista (Fig.4.6). 
 
 
           
           <ul id="listItem1"data-role="listview" data-inset="true"> 
      
           </ul> 
 
 
Fig. 4.6 Ejemplo tag lista indefinida 
 
 
La lista contiene 3 elementos: 
 
 Imagen en miniatura 
 Modelo del dispositivo 
 Hora de la realización de la captura 
 
El modelo del dispositivo se ha añadido para que el usuario pueda conocer de 
manera intuitiva la calidad de la imagen. 
 
Una vez seleccionada la imagen que se desea descargar, se visualiza la 
imagen con la resolución original, dando al usuario la opción de hacer zoom y 
poder guardar en su dispositivo la captura original.  
  
 
Para poder guardar en el dispositivo, es necesario crear la carpeta dónde se 
guardaran las imágenes, sabiendo que la cantidad de imágenes descargadas 
será proporcional al consumo de datos en caso de usar una red 3G. 
 
El consumo medio de datos que se podría generar al descargar la lista más la 
visualización de una imagen completa es de 380 Kbytes aproximadamente. 
 
Tras el desarrollo del servidor y del cliente, el siguiente paso es realizar la 
integración entre ambos y poder desplegar en las diferentes plataformas la 
aplicación. 
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CAPÍTULO 5. Integración y despliegue 
 
PhotoShare no trata solo de diferentes vistas con funcionalidades, es un 
conjunto cliente-servidor. Para el funcionamiento correcto de la aplicación es 
necesario que cliente y servidor tengan configuradas diferentes respuestas 
para corroborar que las conexiones se realizan con éxito. 
 
La aplicación ha sido diseñada para que pueda ser utilizada en las diferentes 
plataformas que existen en el mercado actual, a partir del Software Intel XDK, 
es posible publicar las aplicaciones en los diferentes markets. 
 
 
5.1 Integración 
 
Las diferentes conexiones con el servidor se realizan de manera asíncrona 
(Fig. 5.1) para que la aplicación pueda seguir funcionando, sin necesidad que 
el usuario tenga que esperar a que se complete la función. 
 
 
 
 
Fig. 5.1 Esquema de conexiones Cliente-Servidor 
 
 
  
Es necesaria una conexión continua a la red para poder utilizar la aplicación, ya 
que cada una de las acciones que se pueden invocar están involucradas con 
comunicaciones a través de la red. 
 
El servidor siempre genera una respuesta hacia el cliente, para poder gestionar 
los diferentes problemas que puedan generarse (error/éxito en la subida de la 
imagen, descarga de la lista o problemas de conexión, entre otros). 
 
5.2 Despliegue 
 
A partir del software Intel XDK, es posible ejecutar la aplicación en los 
diferentes sistemas operativos y subirla al market correspondiente, si dispones 
de licencia de desarrollador (Fig. 5.2). 
 
 
 
 
Fig. 5.2 PhotoShare en diferentes OS (iOS, Windows Phone y Android) 
 
 
Para ejecutar la aplicación utilizando Intel XDK, no es necesario tener acceso a 
código nativo para un sistema operativo en concreto, con los diferentes ficheros 
HTML, JavaScript y CSS es posible ejecutarlo en los diferentes terminales. 
 
A partir de Intel XDK, será posible comparar el diseño final respecto al que se 
propuso en un principio. 
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CAPÍTULO 6. Resultados 
 
 
Gráficamente, se cumple un diseño sencillo pero muy vistoso, gracias al uso de 
fondos y animaciones que se activan al seleccionar los diferentes botones de la 
aplicación. 
 
PhotoShare ha seguido el diseño que se planteó en un principio.  
 
La pantalla principal, se ha mejorado sustancialmente. Se ha añadido un fondo 
no liso (con cenefas) que da la sensación de dinamismo, a los botones se le ha 
añadido color y forma con bordes redondeados, y se ha mejorado el acabado 
del GIF (Fig. 6.1). 
 
 
 
 
 
Fig. 6.1 Pantalla inicial Diseño/ versión final 
 
 
El diseño de menú lateral también ha mejorado sustancialmente, igual que el 
fondo principal, tampoco es liso, y se ha añadido animación de transición a los 
diferentes botones (Fig 6.2). 
  
 
 
Fig. 6.2 Menú lateral diseño/versión final 
 
 
Las Opciones, se muestran a través de un PopUp, que aparece mediante una 
animación en la sección de menú (Fig. 6.3). 
 
 
 
 
 
Fig. 6.3 Opciones diseño/versión final 
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La información sobre los desarrolladores, se ha diseñado para que sea vistosa 
y diferente al resto de la aplicación con un color diferente al de toda la 
aplicación. 
 
 
 
 
Fig. 6.4 Información sobre la aplicación y desarrolladores diseño/versión final 
 
Dónde se listarán las imágenes ha seguido el diseño que se propuso en un 
principio, utilizando el mismo fondo para toda la aplicación (Fig. 6.5). 
 
 
  
 
 
Fig. 6.5 Diseño/versión final página Descargar 
 
 
Seleccionar una fecha, sí que ha tenido un cambio sustancial, en un principio 
se utilizaba el calendario nativo de cada dispositivo, pero presentaba ciertos 
problemas con versiones antiguas, así que finalmente, se optó por utilizar un 
calendario proporcionado por JQuery, válido para todos los OS (Fig. 6.6). 
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Fig. 6.6 Diseño/versión final del calendario 
 
 
La lista ha seguido el diseño inicial, adecuándolo únicamente los colores de 
fondo, para que siguiese la estética de PhotoShare (Fig. 6.7). 
 
 
 
 
 
Fig. 6.7 Diseño/Versión final de lista descargada de imágenes. 
  
Finalmente, con respecto al diseño, se ha añadido la opción de guardar la 
imagen en el dispositivo al seleccionar la imagen deseada (Fig. 6.8).  
 
 
 
 
 
Fig. 6.8 Diseño/versión final imagen final seleccionada. 
 
 
 
A partir de todos los resultados obtenidos, surgen diferentes conclusiones 
sobre este proyecto. 
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CAPÍTULO 7. Conclusiones 
 
Durante el desarrollo de este proyecto, se han encontrado diferentes 
problemáticas que han requerido de un tiempo de estudio para poder 
solucionarlas. 
 
En un primer momento, se desarrolló la aplicación únicamente para el sistema 
operativo Android para después desarrollarla en otras dos plataformas (iOS y 
Windows Phone), pero mediante el uso de código nativo. 
 
Eso suponía una inversión de tiempo bastante elevada, puesto que no 
únicamente se iba a iba a implementar la aplicación una sola vez, si no que tres 
veces. 
 
Eso hizo plantearse el uso de alguna herramienta que permitiera un único 
proceso de desarrollo y que fuese sencillo de implantar en los otros dos 
sistemas. 
 
Se estudiaron diferentes alternativas, de entre las cuales se escogieron, en un 
principio, Xamarin y Apache Cordova con Jquery Mobile en uso conjunto, 
porque daban la opción de usar código “nativo” (C#), permitiendo elevar la 
complejidad de la lógica del programa, y HTML5, Javascript y CSS3 para las 
vistas. 
 
Pero utilizar Xamarin suponía un problema a nivel económico: para poder 
desarrollar aplicaciones utilizando esta plataforma se requería de una licencia 
que no era especialmente barata y, obviamente, se descartó la opción de 
utilizar esta herramienta por falta de presupuesto. Por lo tanto, se decidió 
utilizar Apache Cordova con JQuery Mobile.  
 
De entre todas las versiones disponibles Apache Cordova de este framework, 
se escogió trabajar con la 2.9.0, ya que a partir de la versión 3.0.0 se requiere 
del uso de node.js para importar los diferentes plugins (cámara, GPS…) en 
nativo al proyecto en desarrollo y porque las mejoras que ofrecían las nuevas 
versiones de este framework no eran realmente significativas. 
 
Una vez escogida la versión, desarrollar la aplicación era el siguiente paso y se 
decidió reutilizar código, implementado en la primera versión en Android, para 
las comunicaciones con servidor. 
 
Esto no suponía un problema grave, ya que la aplicación funcionaba 
correctamente, pero suponía reescribir ese código en cada una de las 
plataformas y utilizar lenguajes tales como Objective-C para tal fin. 
 
Además de las complejidades de lenguaje, el desarrollo en otras plataformas 
que no sean Android requiere de una inversión económica, ya sea por instalar 
el sistema operativo correspondiente para el desarrollo en esa plataforma o 
bien por el uso de un IDE especializado. 
 
  
Por ejemplo, para desarrollar aplicaciones en Windows Phone, se debe utilizar 
la última versión de Windows (actualmente Windows 8.1) y Visual Studio como 
entorno de desarrollo. 
 
Para desarrollar en el sistema operativo de Google, se puede hacer desde 
cualquier sistema (Windows, UNIX y MacOS) y utilizando más de un IDE 
(Eclipse, NetBeans…) gratuitos. Por lo tanto, por falta de presupuesto, 
nuevamente, se estudió otra solución. 
 
Utilizando AJAX, se pueden establecer comunicaciones con servidor, sin 
necesidad del empleo de código nativo. Con esta solución, la aplicación se 
convertía en 100% multiplataforma y la integración en otros sistemas sería 
inmediata. 
 
Pero, renunciar al uso de nativo supuso un pequeño problema en el resultado 
final de aplicación. Una de las funcionalidades de esta es guardar una imagen 
en la galería pero para poder visualizarla hay que forzar un escaneo del 
contenido multimedia, que se realiza al iniciar el dispositivo. 
 
Para forzar este escaneo, se requiere el uso de código nativo (Java). Por la 
tanto, se decidió ampliar esta funcionalidad únicamente en Android, mediante 
el uso de Java. 
 
Finalmente, para el despliegue en los diferentes sistemas, se estudiaron 
herramientas como Icenium o Intel XDK. Se decidió utilizar Intel XDK por que 
ofrece al usuario la posibilidad de emular la aplicación en diferentes 
dispositivos. 
 
En un principio, se planteó como objetivo principal de este proyecto el 
desarrollo de una aplicación multiplataforma mediante herramientas que 
unificaran el desarrollo en cada una de ellas. Tras tiempo de estudio y 
dedicación este objetivo se ha cumplido. Se ha conseguido una aplicación 
fácilmente integrable en diferentes sistemas mediante el uso de diferentes 
tecnologías diseñadas para este fin. 
7.1  Estudio de ambientalización 
 
El impacto ambiental que puede generar PhotoShare es mínimo. En algún caso 
podría ir relacionado con el éxito de ésta: en caso de ser una aplicación muy 
exitosa, y que requiera un gran número de servidores para dar servicio a los 
clientes, podría tener un cierto impacto medioambiental debido a su consumo. 
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