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Povzetek
Naslov: Simetricˇna enkripcija klinicˇnih podatkov zaradi zasˇcˇite zasebnosti
pacienta
Avtor: Jan Starc
Na podrocˇju zdravstva se za potrebe elektronskih kartotek, napotnic, re-
ceptov, izvidov,... shranjujejo velike kolicˇine klinicˇnih podatkov. Podatki, ki
se shranjujejo, morajo biti pooblasˇcˇenim osebam na razlicˇnih lokacijah v vsa-
kem trenutku hitro dostopni. Ker shranjeni podatki vsebujejo tudi zasebne
podatke pacientov, predstavlja njihova hramba varnostno tveganje. Podatke
je torej potrebno cˇim bolje zasˇcˇititi, da maksimalno zmanjˇsamo tveganje raz-
kritja podatkov, hkrati pa to ne sme opazno vplivati na funkcionalnost same
resˇitve s staliˇscˇa koncˇnega uporabnika.
Cilj diplomske naloge je raziskati mozˇne pristope k resˇevanju tega pro-
blema in opisati koncept shranjevanja obcˇutljivih podatkov v podatkovni
bazi s pomocˇjo simetricˇne enkripcije. Prav tako je potrebno opisani koncept
tudi preizkusiti v praksi in za ta namen implementirati prototip.
Kljucˇne besede: simetricˇna enkripcija, klinicˇni podatki, e-kartoteka, mi-
krostoritve, REST API, FHIR, HL7, Java EE.

Abstract
Title: Symmetric encryption of clinical data to ensure privacy of the patient
Author: Jan Starc
In the medical field, huge amount of clinical data is stored for the needs
of e-records, referrals, recipes, test results,... It is crucial that stored data is
accessible to authorized persons at any time, from any location. The problem
is that stored data contains sensitive personal information of patients, and
consequently storing clinical data poses a security risk. Clinical data needs
to be protected as good as possible, but at the same time, this must not
affect the functionality of the software solution from the user’s point of view.
The goal of this thesis is to find the possible approaches to solution of
this problem and to describe a concept of storing sensitive clinical data in
the database, based on symmetric encryption. To prove the adequacy of the
concept to solve the above described problem, a prototype must be developed.
Keywords: symmetric encryption, clinical data, electronic health record,
microservices, REST API, FHIR, HL7, Java EE.

Poglavje 1
Uvod
1.1 Opis problema
Zdravstvo je eno izmed redkih podrocˇij, ki je globalno gledano s staliˇscˇa
informatizacije precej neurejeno. Zaradi vse vecˇje informatizacije tudi na
tem podrocˇju se posledicˇno v zadnjem cˇasu shranjuje vse vecˇ klinicˇnih po-
datkov. Pri hrambi teh podatkov se je potrebno zavedati, da hranimo zelo
pomembne in hkrati izredno obcˇutljive podatke. Rezultati meritev, izvidi,
kartoteke in ostali zdravstveni podatki morajo biti v vsakem trenutku, na
vsaki lokaciji pooblasˇcˇenim osebam takoj na voljo. Hkrati pa ti podatki vse-
bujejo tudi obcˇutljive zasebne podatke pacientov, ki jih je potrebno dobro
zasˇcˇititi. Hramba teh podatkov torej predstavlja veliko varnostno tveganje,
kar je zanimiv izziv, ko zˇelimo te podatke zasˇcˇititi.
Cilj te diplomske naloge je raziskati pristope pri resˇevanju tega problema
in najti nacˇin, kako najbolj ucˇinkovito, varno in za koncˇnega uporabnika
nemotecˇe hraniti obcˇutljive klinicˇne podatke.
1.2 Motiv
Motivacija za izbrano diplomsko temo je zanimanje za razvoj zalednih sis-
temov in zˇelja po delu na cˇim bolj prakticˇnem primeru. Moja diplomska
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naloga resˇuje konkreten problem na podrocˇju enkripcije podatkov pacientov,
ki morajo biti po eni strani kar se da dobro zasˇcˇiteni, po drugi strani pa
hkrati zelo hitro in v vsakem trenutku dostopni.
K raziskovanju tega podrocˇja me je motiviralo tudi to, da v zadnjem
cˇasu vsakih nekaj mesecev pride do vecˇje izdaje zaupnih podatkov, ko napa-
dalcem uspe vdreti v podatkovne baze podjetij in pridobiti zaupne podatke
uporabnikov. V teh primerih ne gre za nepomembna podjetja z nekaj tisocˇ
uporabniˇskimi racˇuni, ampak za internetne velikane, banke, podjetja v za-
bavni industriji,...
Med nekaj najbolj odmevnih podjetij, kjer je priˇslo do vecˇjih vdorov v
podatkovne baze, spadajo Yahoo (leta 2013 je napadalcem uspelo pridobiti
uporabniˇske racˇune 3 miljard uporabnikov), eBay (leta 2014 so napadalci
dobili podatke 145 milijonov uporabnikov), banka JP Morgan (leta 2014 so
napadalci dobili financˇne podatke 76 milijonov gospodinjstev in 7 milijonov
podjetij) in Uber (leta 2016 so napadalci dobili podatke 57 milijonov upo-
rabnikov in 600 tisocˇ voznikov) [11].
Problem zlorabe podatkov nedvomno obstaja, poleg tega pa gre v primeru
zdravstevnih podatkov za zelo zaupne podatke, ki jih je treba za vsako ceno
zasˇcˇititi.
Diplomska naloga demonstrira resˇevanje tega problema z uporabo sodob-
nih arhitekturnih pristopov. Arhitekturni pristop pri implementaciji proto-
tipa vkljucˇuje mikrostoritve, kot programski jezik je izbrana Java EE [27].
Cilj diplomske naloge je, da na zanimivem primeru cˇim bolj raziˇscˇem mozˇnosti,
ki mi jih izbrane tehnologije ponujajo, hkrati pa demonstriram, da se lahko z
izbranim arhitekturnim pristopom postavi hiter, varen, razsˇirljiv in v praksi
uporaben sistem za enkripcijo velikih kolicˇin klinicˇnih podatkov.
Poglavje 2
Pregled podrocˇja
2.1 Pregled arhitekturnih pristopov
2.1.1 Mikrostoritve
Arhitektura mikrostoritev je nacˇin, kako nacˇrtovati in razviti aplikacije kot
mnozˇico ohlapno povezanih storitev, kjer vsaka izmed njih omogocˇa dolocˇeno
funkcionalnost aplikacije. Ta arhitektura predstavlja odmik od klasicˇne, mo-
nolitne arhitekture. Pri tem je potrebno omeniti, da ena mikrostoritev ni
nujno povezana le z eno samo aplikacijo, ampak si lahko razlicˇne aplikacije,
ki za delovanje potrebujejo isto ali dovolj podobno funkcionalnost, eno mi-
krostoritev delijo.
To nam pri razvoju aplikacij prinasˇa mnogo prednosti, tako s staliˇscˇa
razvoja, kot s staliˇscˇa robustnosti, odpornosti proti napakam in skalabilnosti.
Cˇe se razvoja lotimo pravilno, ni potrebno za vsako aplikacijo razviti vsega
od zacˇetka ali kopirati delov kode iz zˇe obstojecˇih aplikacij v novo, ampak
lahko iz zˇe obstojecˇega nabora mikrostoritev preprosto uporabimo tiste, ki
jih potrebujemo. Dodatne funkcionalnosti, ki jih potrebujemo, pa dodamo
tako, da razvijemo nove mikrostoritve. Ta pristop nas spodbuja k temu,
da razvijamo cˇim bolj samostojne enote, ki so lahko ponovno uporabne v
sklopu drugih aplikacij. Vsaka komponenta aplikacije je pri tem pristopu
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torej razvita locˇeno, funkcionalnost koncˇne aplikacije pa nato predstavlja
vsoto funkcionalnosti mikrostoritev, ki jih uporablja.
Glede skalabilnosti, robustnosti in fleksibilnosti nam ta pristop prinasˇa
mnogo prednosti, hkrati pa tudi mnogo izzivov. Ena od glavnih prednosti
je fleksibilnost oziroma odpornost na napake, saj odpoved ali napaka na eni
mikrostoritvi ne vpliva na ostale mikrostoritve. Prav tako nam ta pristop
prinasˇa prednosti v primeru visoke obremenitve. Najbolj obremenjene mi-
krostoritve lahko skaliramo bistveno preprosteje kot eno obsezˇno monolitno
aplikacijo.
Ta pristop s seboj prinasˇa tudi mnogo izzivov. Namesto ene aplikacije,
ki se izvaja na enem strezˇniku ali z izravnalnikom obremenitve (angl. load
balancer) hkrati na vecˇih strezˇnikih, imamo lahko pri pristopu z mikrostori-
tvami resˇitev, ki ima lahko posamezne komponente (mikrostoritve) spisane v
razlicˇnih programskih jezikih, ki se izvajajo na mnozˇici strezˇnikov, na razlicˇni
strojni opremi in razlicˇnih virtualnih okoljih. Taksˇno kompleksno konfigura-
cijo pa je zelo tezˇko obvladovati. Ko pride do povecˇanja obremenitve, morajo
biti vse komponente, ki sestavljajo aplikacijo, koordinirane na nacˇin, da lahko
identificiramo ozka grla, ki jim moramo dodati vire, kar ponovno zagotovi
tekocˇe delovanje aplikacije [30, 15].
2.1.2 Aplikacijski programski vmesniki (API)
Zelo pomemben koncept pri razvoju mikrostoritev so tudi aplikacijski pro-
gramski vmesniki API (angl. Application Programming Interface). API-ji
mikrostoritvam omogocˇajo povezavo z zunanjim svetom, torej z aplikacijami,
ki jih uporabljajo, zalednimi sistemi, ostalimi mikrostoritvami,... [30]
API-ji so mnozˇica rutin, orodij in protokolov, ki pomagajo pri razvoju
programske opreme. Splosˇno gledano gre v primeru API-ja za mnozˇico jasno
definiranih metod komunikacije med razlicˇnimi komponentami. Dobro defi-
niran API olajˇsa razvoj programske opreme, saj ponuja gradnike, ki jih mora
programer le sˇe povezati in s tem izkoristiti funkcionalnosti, ki jih ponujajo.
Ena od bistvenih lastnosti dobrih API-jev je tudi, da skrivajo morebitno
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kompleksnost in podrobnosti same implementacije znotraj modulov, saj pro-
gramerju za ucˇinkovito uporabo API-ja ni potrebno razumeti podrobnosti
same implementacije. Zato je pri nacˇrtovanju API-jev kljucˇno, da ustvarimo
programsko orodje v taksˇni obliki, da ga lahko programer hitro razume in
uporabi v sklopu neke resˇitve [7, 17].
REST API
Trenutno najbolj uporabljan pristop gradnje API-jev v okviru mikrostoritev
je REST, vendar so mnoge mikrostoritve zaradi svojih specificˇnih potreb
osnovni REST API standard zˇe precej nadgradile. [30]
REST je arhitekturni pristop, ki definira mnozˇico omejitev, ki naj bi se
uposˇtevale pri nacˇrtovanju spletnih storitev. Predstavlja arhitekturo, kjer je
posamezen vir enoznacˇno dolocˇen z naslovom URL. REST spletne storitve
dovoljujejo sistemom, ki jim posˇiljajo zahtevke, da dostopajo in spreminjajo
spletne vire (angl. resources). Do virov dostopajo preko predhodno defini-
rane mnozˇice operacij, ki jih REST API dolocˇene spletne storitve podpira
[42].
Pri REST spletnih storitvah zahtevki po dolocˇenem viru povzrocˇijo odziv,
ki vsebuje podatke, ki so najpogosteje formatirani v JSON, XML ali HTML
formatu. Za posˇiljanje zahtevkov se vecˇinoma uporablja protokol HTTP,
najpomembnejˇse operacije, ki jih podpirajo REST API-ji so standardizirane
HTTP metode: GET, POST, PUT in DELETE [16].
REST deluje na podoben nacˇin kot spletni brskalniki. Spletni brskalniki
z uporabo naslova URL posˇljejo zahtevek na nek strezˇnik, ki jim odgovori
v obliki datoteke HTML in v primeru sodobnih spletnih strani sˇe slogovne
datoteke CSS, slik in ostalih datotek. Spletni brskalnik nato iz prejetih dato-
tek prikazˇe zahtevano spletno stran. V primeru REST API-ja pa aplikacija
posˇlje zahtevek v dogovorjeni obliki, REST API pa na zahtevek odgovori v
vnaprej dolocˇenem formatu.
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2.2 Pregled podrocˇja racˇunalniˇske varnosti
2.2.1 Enkripcijski algoritmi
V kriptografiji je enkripcija proces kodiranja sporocˇila ali informacije na
nacˇin, da lahko le avtorizirane osebe dostopajo do vsebine. Enkripcija ne
preprecˇuje, da bi tretja oseba prestregla sporocˇilo na poti od posˇiljatelja
do prejemnika, vendar pa onemogocˇa ali vsaj bistveno otezˇuje, da bi tre-
tja oseba razbrala vsebino sporocˇila. V enkripcijski shemi se originalno
sporocˇilo imenuje navadno besedilo (angl. plaintext), ki je sˇifrirano z enkrip-
cijskim algoritmom v sˇifrirano besedilo, katerega pomen lahko ugotovimo le,
cˇe sporocˇilo desˇifriramo. Enkripcijski algoritmi ponavadi uporabljajo psevdo-
nakljucˇne enkripcijske kljucˇe, ki jih generira nek algoritem. V principu je
mozˇno desˇifrirati sporocˇilo, ne da bi imeli enkripcijski kljucˇ, vendar bi za
dobro nacˇrtovane sisteme potrebovali znatne racˇunske zmogljivosti in spe-
cificˇno znanje. Avtorizirana oseba (prejemnik) pa lahko sporocˇilo preprosto
dekriptira s kljucˇem [18].
Simetricˇna enkripcija
Pri simetricˇni enkripciji sta enkripcijski in dekripcijski kljucˇ enaka. Tako
posˇiljatelj kot prejemnik morata imeti isti kljucˇ, da lahko dosezˇeta varno
izmenjavo sporocˇil. Kljucˇ predstavlja porazdeljeno skrivnost med dvema ali
vecˇ stranmi, ki so vkljucˇene v sˇifrirano komunikacijo. Predpogoj je, da imajo
vsi, ki so vkljucˇeni v komunikacijo, dostop do istega kljucˇa, kar je tudi ena od
glavnih slabosti simetricˇne enkripcije, saj to predstavlja varnostno tveganje.
Poznamo dva tipa simetricˇnih algoritmov – tokovne sˇifrirne algoritme
(angl. stream cypher) in blocˇne sˇifrirne algoritme (angl. block cypher). To-
kovni sˇifrirni algoritmi ponavadi sˇifrirajo posamezne bajte. Blocˇni algoritmi
vzamejo vnaprej dolocˇeno sˇtevilo bitov in jih sˇifrirajo kot eno enoto. V pri-
meru sporocˇila, ki je krajˇsi od velikosti bloka, pa prilagodijo dolzˇino sporocˇila
na vecˇkratnik velikosti bloka [13].
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Asimetricˇna enkripcija
Asimetricˇna enkripcija je kriptografski sistem, ki uporablja par kljucˇev. Javni
kljucˇi so lahko javno znani, privatni kljucˇi pa morajo biti znani le prejemniku
sporocˇila. To sluzˇi dvema funkcijama – avtentikaciji, saj lahko preko javnega
kljucˇa ugotovimo, da je imetnik privatnega kljucˇa res poslal sporocˇilo in
enkripciji, saj lahko le tisti, ki ima zasebni kljucˇ desˇifrira sporocˇilo, ki je
bilo sˇifrirano z njegovim javnim kljucˇem. Torej lahko vsak sˇifrira sporocˇilo
z uporabo prejemnikovega javnega kljucˇa. Sˇifrirano sporocˇilo pa je lahko
desˇifrirano le s prejemnikovim zasebnim kljucˇem.
Mocˇ asimetricˇne enkripcije je pogojena s kolicˇino racˇunskega napora (fak-
torjem dela), ki ga je potrebno vlozˇiti v to, da najdemo zasebni kljucˇ, ki
ustreza javnemu kljucˇu. Glavni pogoj pri asimetricˇni enkripciji je, da tretja
oseba ne pridobi zasebnega kljucˇa. Na drugi strani lahko javni kljucˇ javno
objavimo, brez da bi s tem ogrozili varnost kriptiranih podatkov [13].
2.2.2 Pregled podobnih resˇitev
Ker gre v primeru hrambe medicinskih podatkov za varnostno zelo kriticˇne
podatke, vsaka podrobnost o implementaciji pa za resˇitve iz podrocˇja racˇunal-
niˇske varnosti predstavlja varnostno tveganje, je razmeroma tezˇko pridobiti
podatke o resˇitvah, ki resˇujejo podobne probleme kot moja diplomska naloga.
V nadaljevanju tega poglavja je opisanih nekaj resˇitev iz podrocˇja hrambe
medicinskih podatkov ter bolj splosˇnih resˇitev iz podrocˇja varne hrambe po-
datkov, ki so sluzˇili kot usmeritev pri pripravi te diplomske naloge.
CryptDB
Ena od najbolj zanimivih resˇitev, po kateri sem se zgledoval pri pripravi te
diplomske naloge, je CryptDB [1, 10]. CryptDB je resˇitev s podrocˇja en-
kripcije podatkovnih baz, ki brez bistvene upocˇasnitve delovanja omogocˇa
izvajanje vecˇine SQL poizvedb na kriptiranih podatkih. S tem morebitnemu
napadalcu tudi ob vdoru v podatkovno bazo ne razkriva nobenih uporab-
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nih podatkov, zato lahko tudi v primeru varnostno zelo kriticˇnih podatkov
uporabljamo varnostno bolj tvegane storitve hrambe podatkov v oblaku.
Tudi sama arhitektura in nacˇin izvajanja poizvedb pri resˇitvi CryptDB
sta sluzˇila kot zgled pri resˇevanju problema te diplomske naloge. Ideja v
primeru te resˇitve je, da se na strani aplikacije uporablja hiter namestnik
(angl. proxy). Namestnik hrani shemo podatkovne baze in enkripcijski kljucˇ,
vendar ne shranjuje nobenih podatkov in direktno ne izvaja poizvedb. Ko
aplikacija izvede poizvedbo, jo namestnik na poti prestrezˇe. Nekriptirane
atribute, ki so bili del poizvedbe, s pravim kljucˇem kriptira in spremenjeno
poizvedbo posˇlje na podatkovno bazo. Poizvedba se nato izvede na kriptirani
podatkovni bazi s kriptiranimi atributi v poizvedbi, rezultati poizvedbe se
vrnejo namestniku, ki jih dekriptira in v dekriptirani obliki vrne aplikaciji.
Bistvo tega pristopa je, da podatkovna baza le hrani kriptirane podatke in
nad njimi izvaja poizvedbe, vendar nikoli ne pridobi kljucˇa za dekripcijo teh
podatkov.
Ker spreminjanje poizvedb in obdelavo kriptiranih podatkov v celoti iz-
vaja namestnik, poizvedbe pa se, enako kot v primeru brez enkripcije, v celoti
izvajajo na podatkovni bazi, CryptDB ne zahteva nobenih sprememb na ob-
stojecˇih sistemih za upravljanje podatkovnih baz (SUPB). Kljub temu, da
CryptDB precej prispeva k varnosti podatkov, je upocˇasnitev ob njegovi upo-
rabi le 26% [10] v primerjavi z obicˇajnimi SQL poizvedbami na nekriptiranih
podatkih.
Enkripcija na strani uporabnika pri varnostno tveganih aplikacijah
v oblaku
Ker se danes vse vecˇ podatkov hrani v podatkovnih bazah v oblakih, ki jih
ponujajo tretje osebe, to posledicˇno pomeni, da tisti, ki najame oblacˇne stori-
tve nekega podjetja, nima direktnega vpliva na varnost hrambe teh podatkov.
To je sˇe posebej problematicˇno v primeru hrambe obcˇutljivih podatkov. Za-
radi majhnega vpliva na konfiguracijo okolja v oblaku in posledicˇno nivoja
varnosti, lahko najemnik teh storitev v vecˇini primerov nadzira le, katere
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podatke oziroma v kaksˇni obliki bo podatke shranjeval v oblak [32].
Zato je v zadnjem cˇasu enkripcija podatkov na strani uporabnika (angl.
client-side encryption) pred shranjevanjem na podatkovno bazo, vse bolj upo-
rabljan pristop, saj zˇelimo cˇim bolj zmanjˇsati tveganje, ki se pojavi kot posle-
dica hrambe podatkov v oblaku. Cˇe so podatki kriptirani pred shranjevanjem
v podatkovno bazo na nacˇin, da jih potencialni napadalec niti z zelo zmogljivo
strojno opremo ni zmozˇen dekriptirati, potem varnost same oblacˇne storitve
za hrambo podatkov nima bistvenega vpliva na varnost samih podatkov.
Vse trenutne resˇitve, ki vkljucˇujejo enkripcijo na strani uporabnika, bazi-
rajo na kompromisu med hitrostjo iskanja in varnostjo shranjenih podatkov.
Neke splosˇne resˇitve oziroma pristopa, ki bi ustrezal vecˇini scenarijev hrambe
obcˇutljivih podatkov v oblaku, trenutno sˇe ni na trgu, zato lahko, predvsem
zaradi vse vecˇje rabe podatkovnih baz v oblaku, na tem podrocˇju v naslednjih
nekaj letih pricˇakujemo veliko raziskav in razvoja novih resˇitev [32].
Varnostni nacˇrt za shranjevanje e-kartotek v oblaku v primeru in-
dijskega zdravstvenega sistema
Raziskav primernih pristopov za celovito informatizacijo zdravstva se lotevajo
tudi v Indiji. Indija je s staliˇscˇa resˇevanja tega problema nedvomno zanimiva,
saj ima ogromno populacijo, hkrati pa zelo razvejan zdravstveni sistem s
sˇtevilnimi javnimi in zasebnimi bolniˇsnicami.
Predlagan pristop [14] temelji na hrambi medicinskih podatkov v oblaku
in velik poudarek namenja varnosti komunikacije in varnosti hrambe podat-
kov v bazi. Problem varnosti je, tako s staliˇscˇa zagotavljanja varne povezave,
kot kriptiranja podatkov na sami bazi, resˇen s pomocˇjo asimetricˇne enkrip-
cije. Velik poudarek je namenjen tudi avtorizaciji medicinskega osebja za
dostop do medicinskih podatkov s strani pacientov. Osnovna ideja tega sis-
tema je, da bi imela vsak pacient in zdravnik za namen avtorizacije svoj par
asimetricˇnih kljucˇev.
V primeru, da zˇeli zdravnik pisati v kartoteko nekega pacienta, morata
pacient in s strani pacienta avtorizirani zdravnik izvesti proces rokovanja s
10 Jan Starc
sistemom (angl. handshake). Po uspesˇnem procesu rokovanja sistem generira
par kljucˇev in zdravniku posˇlje javni kljucˇ. Zdravnik s tem javnim kljucˇem
kriptira in posˇlje podatke, ki jih zˇeli dodati v kartoteko. Takoj po prejemu
podatkov sistem z zasebnim kljucˇem, ki je del prej generiranega para kljucˇev,
podatke dekriptira. Nato generira nov par kljucˇev in pravkar prejeti vnos s
strani zdravnika kriptira z novim kljucˇem in ga shrani v podatkovno bazo.
Tudi v primeru branja je proces podoben. Pacient in zdravnik s sistemom
najprej izvedeta proces rokovanja, prav tako se preverja, cˇe ima zdravnik
pravico za dostop do pacientovih podatkov. Nato sistem poiˇscˇe podatke v
bazi in jih dekriptira. Po dekripciji sistem podatke zaradi varnega posˇiljanja
kriptira z zdravnikovim javnim kljucˇem in jih posˇlje zdravniku. Zdravnik
po prejemu dekriptira podatke s svojim zasebnim kljucˇem in dostopa do
zahtevane kartoteke.
Sistem s tem pristopom tako v primeru branja, kot v primeru pisanja,
zagotavlja izolacijo med enkripcijsko shemo podatkov, ki se posˇiljajo in po-
datkov, ki se shranjujejo.
Opisani koncept torej na celovit in precej kompleksen nacˇin skrbi za varno
hrambo in izmenjavo klinicˇnih podatkov v kontekstu zdravstvenega sistema.
Prav tako, sploh glede na kompleksnost sistema, dosega relativno dobre cˇase
poizvedb, zato lahko sluzˇi kot dober zgled pri resˇevanju problemov na po-
drocˇju informatizacije zdravstva.
2.2.3 Tehnologija verizˇenja podatkovnih blokov v zdrav-
stvu
Zanimivo podrocˇje, kjer se na podrocˇju e-zdravstva odpirajo sˇe sˇtevilne mo-
zˇnosti za razvoj, je povezano s tehnologijo verizˇenja podatkovnih blokov
(angl. blockchain). Porazdeljena glavna knjiga (angl. distributed ledger)
in tehnologija verizˇenja podatkovnih blokov je trenutno zelo aktualna na
mnogih podrocˇjih, kot sta na primer finance in pravo. Zelo poenostavljeno je
veriga podatkovnih blokov enotna zgodovina transakcij, ki je replicirana in
distribuirana na vecˇ decentraliziranih lokacijah. Ker so podatki distribuirani
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na vecˇ decentraliziranih lokacijah, je prakticˇno nemogocˇe, da bi jih kdorkoli
lahko spreminjal za nazaj. Ta tehnologija ponuja varen in celovit mehanizem
za vzdrzˇevanje pregledne evidence, kateri podatek je kje shranjen, kako se je
spreminjal skozi cˇas in kdo ga je spreminjal.
V zdravstvu je cilj, da bi s pomocˇjo te tehnologije sˇe bolj varno in celostno
sledili posameznim kartotekam. V vecˇini implementacij je kartoteka nekega
pacienta porazdeljena na razlicˇnih lokacijah, pri razlicˇnih organizacijah in
ponudnikih zdravstvenih storitev. Del kartoteke je shranjen pri zdravstveni
ustanovi, kjer ima pacient osebnega zdravnika, nekaj delov kartoteke je po-
razdeljenih v podatkovnih bazah zdravstevnih ustanov, kjer je ta pacient
obiskoval razlicˇne specialiste. Del pacientove kartoteke so lahko tudi podatki
iz prenosnih naprav (angl. wearables), ki belezˇijo pacientove vitalne znake
in shranjujejo podatke v popolnoma locˇeno podatkovno bazo.
Tehnologija verizˇenja podatkovnih blokov lahko pomaga pri tem, da iz po-
sameznih delov kartoteke lazˇje sestavimo celotno kartoteko, za katero lahko z
gotovostjo trdimo, da je popolna in posodobljena. Cˇe bi zdravstevni standard
baziral na osnovi te tehnologije, bi bila vsaka sprememba pacientove karto-
teke preverjena in skupaj z ostalimi transakcijami dodana kot blok v daljˇso
verigo podatkovnih blokov. Posledicˇno bi lahko bili v vsakem trenutku pre-
pricˇani, da smo pridobili popolno sliko pacientove zdravstvene zgodovine, z
jasno informacijo o tem, kako se je spreminjala skozi cˇas in kdo je izvajal te
spremembe.
Podatkovni bloki so zaradi teh razlogov zelo ucˇinkoviti proti napadom na
integriteto podatkov (angl. integrity-based attacks). Pri teh napadih poskusˇa
napadalec dodati ali brisati podatke iz neke kartoteke (na primer dodajanje
ali brisanje podatkov o neki alergiji) na nacˇin, da sprememba ni sledljiva.
Originalni podatek je le zamenjan z novim, vendar ni nikjer v zapisniku
(angl. log) zabelezˇeno, da je priˇslo do spremembe originalnega podatka. To
pa je skrb vzbujajocˇe tako s staliˇscˇa varnosti pacienta, kot zaupanja v samo
zdravstevno institucijo. S podatkovnimi bloki bi lahko zagotovili, da imamo
v vsakem trenutku celotno zgodovino sprememb kartoteke, v kateri lahko
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natancˇno vidimo, kaj je bilo spremenjeno, kdaj je bilo spremenjeno in kdo
je to spreminjal, s prakticˇno nicˇelnim tveganjem, da so v bazi tudi lazˇne
informacije, ki jih je nekdo spreminjal za nazaj.
Potrebno pa je izpostaviti tudi podrocˇja, kjer ta tehnologija, vsaj krat-
korocˇno, ne obeta bistvenih izboljˇsah. Tehnologija verizˇenja podatkovnih
blokov ne bo veliko prispevala k varovanju podatkov v podatkovnih bazah,
preprecˇevanju, da bi zdravstveno osebje izkoriˇscˇalo svoj dostop za pregled
podatkov pacientov, ki niso v njihovi negi ali preprecˇevanju vdora v naprave,
kjer lahko zdravstevno osebje dostopa do podatkov v nekriptirani obliki.
Tehnologija verizˇenja podatkovnih blokov torej zelo ucˇinkovito resˇuje
dolocˇene probleme, ki se trenutno pojavljajo pri razvoju resˇitev iz podrocˇja
e-zdravstva. Vendar se je potrebno zavedati tudi omejitev te tehnologije in
jo ucˇinkovito zdruzˇiti z ostalimi varnostnimi resˇitvami, da lahko razvijemo
varen sistem za informacijsko podporo zdravstvu [5].
Poglavje 3
Uvod v prakticˇni del
3.1 Podroben opis problema
Problem, ki sem ga resˇeval s tem diplomskim delom, je definirati in imple-
mentirati prototip resˇitve, ki bi kot sestavni del neke aplikacije s podrocˇja
e-zdravstva omogocˇala shranjevanje in dostop do klinicˇnih podatkov na cˇim
bolj varen nacˇin. Osredotocˇil sem se predvsem na problem varnega shranje-
vanja podatkov v bazi in na izbiro primerne, sodobne arhitekture za resˇitev
mojega problema.
Celoten sistem mora torej omogocˇati varno shranjevanje in dostop do
podatkov, hkrati pa mora biti tako glede hitrosti, kot tudi same uporabe
zasnovan na nacˇin, da se koncˇni uporabnik modula, ki v ozadju skrbi za vi-
dik varnosti, ne zaveda. V primeru, da je uporabnik izvor podatkov (npr.
dodajanje novega izvida), ta podatke posˇlje na strezˇnik v nekriptirani obliki.
Na poti od uporabnika do podatkovne baze se morajo kriticˇni atributi ustre-
zno kriptirati in v podatkovno bazo zapisati v kriptirani obliki. V primeru,
da zˇeli uporabnik pridobiti podatke iz podatkovne baze, je treba zagotoviti
ucˇinkovito iskanje podatkov neglede na to, ali uporabnik iˇscˇe po kriptiranih
ali nekriptiranih atributih. Ko podatke v bazi najdemo, pa je potrebno na
poti od podatkovne baze do avtoriziranega uporabnika podatke sˇe dekripti-
rati, da jih lahko uporabniku prikazˇemo v osnovni obliki, saj imajo le v taki
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obliki zanj uporabno vrednost.
V podatkih, ki se shranjujejo, je zato potrebno identificirati atribute, ki
predstavljajo vecˇje varnostno tveganje in v primeru vdora v podatkovno bazo
nepooblasˇcˇeni osebi omogocˇajo identifikacijo pacienta oziroma povezavo pa-
cienta z njegovimi klinicˇnimi podatki. Najviˇsji nivo varnosti bi sicer dosegli,
cˇe bi, seveda poleg zagotavljanja varne komunikacije, v bazi kriptirali vse
podatke pod cˇim vecˇ razlicˇnimi kljucˇi ali enkripcijskimi algoritmi. Vendar bi
tak nivo zasˇcˇite bistveno otezˇil iskanje podatkov in posledicˇno tudi povecˇal
cˇas dostopa do podatkov, kar za prakticˇno rabo ni sprejemljivo, saj morajo
biti podatki hitro dostopni v vsakem trenutku. Zato je eden izmed ciljev
te naloge najti cˇim boljˇsi kompromis med zasˇcˇito in hitrostjo dostopa do
podatkov.
Iskanje podatkov po kriptiranih atributih predstavlja dodaten sklop pro-
blemov. V splosˇnem velja, da bolje kot so podatki kriptirani, oziroma manj
informacij kot kriptiran podatek razkriva o samemu sebi ali relacijah z dru-
gimi podatki1, bolj racˇunsko zahtevne in cˇasovno kompleksne so operacije
iskanja po teh podatkih [1]. Zato je tudi v tem primeru potrebno poiskati
enkripcijski algoritem, ki nudi cˇim boljˇsi kompromis med varnostjo kriptira-
nih podatkov v podatkovni bazi in hitrostjo iskanja po njih.
Cˇeprav je tveganje za razkritje kriptiranih podatkov ob uporabi dobrega
enkripcijskega algoritma in primerno velikega kljucˇa izredno majhno, se vse-
eno povecˇuje sorazmerno s cˇasom, ki ga ima napadalec na voljo, da ugo-
tovi (oziroma s poskusˇanjem ugane) enkripcijski kljucˇ. Ker gre v primeru
te diplomske naloge za hrambo zelo obcˇutljivih podatkov, je kljub majh-
nemu tveganju priporocˇljivo kljucˇe na dolocˇeno cˇasovno obdobje menjavati.
Zaradi tega je potrebno resˇiti tudi problem periodicˇne menjave kljucˇa. Me-
njava kljucˇa in ponovna enkripcija podatkov, ki so bili prej kriptirani s starim
kljucˇem, je relativno cˇasovno kompleksna operacija, zato je potrebno najti
nacˇin, ki kljucˇe menjava postopoma, brez da bi to vplivalo na hitrost do-
1Recimo, cˇe sta kriptirani vrednosti istega podatka pod istim kljucˇem enaki ali ne, ali
cˇe enkripcija ohranja relacijo vecˇje-manjˇse pri sˇtevilih in podobno
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stopa do podatkov ali celo povzrocˇalo morebitne izpade delovanja celotne
aplikacije.
Zadnji od vecˇjih problemov, ki jih resˇuje to diplomsko delo, je izbira pri-
merne, sodobne arhitekture, ki zˇe s svojo zasnovo cˇim bolj porazdeli tveganje
razkritja podatkov. Arhitekturo je potrebno zasnovati cˇim bolj porazdeljeno
in modularno, da napad na eno komponento aplikacije (npr. podatkovno
bazo) sˇe ne povzrocˇi razkritja uporabnih klinicˇnih podatkov. Napadalec bi
moral torej istocˇasno vdreti v vse dele aplikacije, da bi lahko pridobil upo-
rabne podatke in uspesˇno povezal klinicˇne podatke s pacienti. Poleg tega pa
mora sama arhitektura v primeru, da se ugotovi, da je ena od komponent var-
nostno kriticˇna, z minimalnimi prilagoditvami celotne aplikacije omogocˇati
preprosto menjavo oziroma popravke kriticˇne komponente.
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3.2 Prvi koraki do resˇitve problema
Namen tega poglavja je opisati problem enkripcije, mozˇne resˇitve in najti cˇim
boljˇsi kompromis med varnostjo podatkov in hitrostjo delovanja varnostnega
modula.
Glede hrambe podatkov v podatkovni bazi obstajata dve skrajnosti, ki se
bistveno razlikujeta glede prakticˇnosti in varnosti, nekriptirana podatkovna
baza in polna homorficˇna enkripcija.
Relacijske podatkovne baze inzˇenirji razvijajo in optimizirajo zˇe vecˇ kot
sˇtirideset let. Za namen iskanja so bile razvite posebne podatkovne strukture
(indeksi), ki omogocˇajo hitrejˇse iskanje podatkov. Posledicˇno je nekriptirana
podatkovna baza zelo hitra. Vendar pa v primeru vdora v nekriptirano po-
datkovno bazo napadalec takoj dobi dostop do vseh podatkov, zato je ta
pristop nedvomno varnostno kriticˇen.
Polna homorficˇna enkripcija (PHE) pa izvede kriptiranje vseh podatkov
v bazi z dobrim enkripcijskim pristopom. PHE omogocˇa katerokoli splosˇno
operacijo nad kriptiranimi podatki, ne da bi jih bilo potrebno pri tem od-
kriptirati. Poleg tega je semanticˇno zelo varna, saj ne izdaja prakticˇno no-
benih informacij o kriptiranih podatkih oziroma relacij med kriptiranimi po-
datki. Vendar pa je PHE, kljub vsem dobrim lastnostim, trenutno sˇe bistveno
prepocˇasna za prakticˇno uporabo sˇifriranja celotne podatkovne baze, saj je
tudi v najboljˇsih implementacijah vsaj nekajkrat pocˇasnejˇsa od poizvedb nad
nekriptiranimi podatki [1].
Poleg tega moramo v trenutnih prakticˇnih implementacijah za vsako po-
izvedbo preiskati celotno bazo, saj PHE za razliko od nekriptirane baze, ki
s pomocˇjo indeksa zelo hitro najde iskani podatek, ne omogocˇa ucˇinkovitega
iskanja z indeksi.
Na tej tocˇki lahko zakljucˇimo, da bo nedvomno potrebno glede enkripcije
poiskati cˇim boljˇsi kompromis med varnostjo in hitrostjo. V nadaljevanju
tega poglavja bom podal odgovore na spodnja vprasˇanja in s tem utemeljil
mojo odlocˇitev glede pristopa k enkripciji:
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1. Kateri so kljucˇni atributi, ki jih je sploh potrebno kriptirati?
2. Kaksˇen tip enkripcije (simetricˇna, asimetricˇna) je najbolj primeren za
resˇitev tega problema?
3. Kateri enkripcijski algoritem izbrati?
3.2.1 Kljucˇni atributi, ki jih je potrebno kriptirati
Celotna diplomska naloga je zasnovana na odprtokodnem HL7 FHIR stan-
dardu, ki je trenutno eden izmed najbolj pogosto uporabljanih standardov na
podrocˇju e-zdravstva. Vsi klinicˇni podatki se po tem standardu shranjujejo v
obliki virov (angl. resources), ki so, gledano z vidika podatkovnega modela,
generalizacija vseh relacij, ki jih shranjujemo (npr. pacient, opazˇanje, stanje,
zdravilo,...). Vir je entiteta, ki mora ustrezati naslednjim pogojem:
• Ima enolicˇni identifikator (URL), po katerem ga lahko najdemo.
• Se identificira kot eden izmed tipov vira, ki jih definira HL7 FHIR
specifikacija (npr. pacient, opazˇanje,...).
• Vsebuje mnozˇico strukturiranih obveznih podatkov, ki opisujejo ta tip.
• Hrani oznako razlicˇice, ki se spremeni v primeru, da pride do spre-
membe vira.
Viri so med seboj povezani z referencami. Torej, kartoteka nekega pacienta
je sestavljena iz mnozˇice virov, ki hranijo referenco na vir tipa pacient ali pa
so z virom tipa pacient v tranzitivni odvisnosti [21].
Operacije nad kriptiranimi podatki so v primerjavi z operacijami nad ne-
kriptiranimi podatki cˇasovno bistveno bolj kompleksne. Glede na to, da se
v primeru aplikacij s podrocˇja e-zdravstva shranjujejo velike kolicˇine podat-
kov, do katerih zˇelimo hitro dostopati, vseh podatkov nima smisla kriptirati,
saj bi s tem bistveno upocˇasnili vse poizvedbe in ogrozili uporabnost celotne
aplikacije.
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Ko se odlocˇamo o tem, katere atribute se splacˇa kriptirati, da dosezˇemo
optimalno razmerje med varnostjo podatkov in hitrostjo aplikacije, je po-
trebno razumeti probleme, ki jih resˇuje to diplomsko delo, v kontekstu ce-
lotne aplikacije. V primeru dejanske aplikacije s podrocˇja e-zdravstva je
pricˇakovano, da bo imela dobro poskrbljeno za vidik varnosti. To pomeni,
da bo s pravimi protokoli in zasˇcˇito poskrbljeno za varno komunikacijo med
vsemi vpletenimi, poleg tega pa bodo posamezne komponente sistema pri-
merno zasˇcˇitene pred morebitnimi napadi.
Varnostni modul, ki je rezultat te diplomske naloge, predstavlja v kon-
tekstu celotne aplikacije zadnji korak zasˇcˇite podatkov. Naloga varnostnega
modula je, da v primeru, ko bi potencialnemu napadalcu uspelo zaobiti vse
ostale varnostne mehanizme in pridobiti dostop do podatkov, ki se hranijo v
podatkovni bazi, onemogocˇi interpretacijo podatkov. Glede na nacˇin hrambe
podatkov po tem standardu, bi do te situacije priˇslo, cˇe bi napadalcu uspelo
povezati vire tipa pacient z ostalimi viri povezanimi s tem pacientom, saj bi
lahko na ta nacˇin napadalec dobil vpogled v pacientovo kartoteko.
Glede na to lahko zakljucˇimo, da je varnostno najbolj kriticˇen atribut refe-
renca na vir tipa pacient, saj le ta atribut omogocˇa, da medsebojno povezˇemo
vire, ki shranjujejo medicinske podatke in pacienta. Poleg tega so varnostno
kriticˇni sˇe demografski podatki pacientov, ki jih hranimo v podatkovni bazi,
saj bi morebitni napadalec v primeru, da bi pridobil vire tipa pacient, pridobil
tudi dostop do vseh njihovih demografskih podatkov.
Podatki, ki jih hranijo vsi ostali viri pa so, cˇe zanemarimo, da hranijo
referenco na vir tipa pacient, le mnozˇica vsebinsko nepovezanih medicinskih
podatkov. Ti viri hranijo zelo malo ozko specificˇnih podatkov o objektu, ki ga
opisujejo (npr. podatki o neki alergiji, informacije o nekem zdravilu,...), tako
da jih je brez reference na pacienta prakticˇno nemogocˇe povezati s pacientom.
Glede teh virov lahko zakljucˇimo, da bi jih bilo precej nesmiselno kriptirati,
saj so brez reference na pacienta popolnoma vzeti iz konteksta in tudi v
nekriptirani obliki ne razkrivajo prakticˇno nobenih uporabnih podatkov.
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3.2.2 Primerna vrsta enkripcije
Enkripcija podatkov v podatkovni bazi bistveno vpliva na vse poizvedbe nad
kriptiranimi podatki. Pri odlocˇitvi za izbiro tipa enkripcije (simetricˇna ali
asimetricˇna) se moramo zato osredotocˇiti predvsem na problem iskanja po
podatkovni bazi.
Poizvedbe nad kriptiranimi podatki zˇelimo izvajati na popolnoma enak
nacˇin kot nad nekriptiranimi podatki, saj zaradi enkripcije ne zˇelimo upo-
cˇasniti poizvedb. Uporabnik bi neglede na to, ali iˇscˇe podatek, ki je na bazi
kriptiran ali ne, na strezˇnik poslal poizvedbo z nekriptiranimi podatki. Atri-
buti, ki so na bazi kriptirani, bi se na poti od uporabnika do baze kriptirali,
na bazi bi se izvedlo iskanje, na poti nazaj od baze do uporabnika pa bi se
podatki dekriptirali, tako da bi jih uporabnik videl v osnovni obliki.
Ker standard HL7 FHIR temelji na relacijskem podatkovnem modelu,
bom v nadaljevanju tega poglavja uporabljal terminologijo poizvedovalnega
jezika SQL. Najprej je potrebno pregledati tipe SQL poizvedb, ki jih zˇelimo
podpreti tudi nad kriptiranimi podatki in si ogledati minimalne pogoje, ki
jim moramo zadostiti, da bodo te poizvedbe delovale.
Preverjanje enakosti v poizvedbah
Glede varnosti kriptiranih podatkov je potrebno omeniti, da so v primeru,
ko hocˇemo zagotoviti najviˇsji nivo varnosti, problematicˇne tudi informacije,
ki jih nek podatek razkriva v relaciji z drugimi podatki (na primer enakost).
V primeru, da uporabljamo deterministicˇni enkripcijski algoritem, se eno-
licˇni identifikator pacienta vedno preslika v isto kriptirano sliko. Ta vrsta
enkripcije nam omogocˇa enostavno iskanje po kriptiranih podatkih. Edina
razlika v primerjavi z nekriptiranimi podatki je, da poizvedbo izvedemo s
kriptirano vrednostjo iskanega atributa, sˇe vedno pa gre za enostavno pre-
verjanje enakosti. Slabost tega pristopa je, da bi v primeru, cˇe bi napadalcu
na podlagi vsebine (ne reference) uspelo ugotoviti, da je nek medicinski po-
datek povezan z nekim pacientom, lahko ta preprosto pridobil sˇe preostanek
kartoteke tega pacienta, saj se referenca na pacienta vedno kriptira v isto
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kriptirano vrednost.
Najvecˇji nivo varnosti bi dosegli, cˇe bi uporabljali nakljucˇno (nedetermi-
nisticˇno) enkripcijo. Bistvena lastnost nakljucˇne enkripcije je, da lahko en
original preslika v vecˇ razlicˇnih slik. V kontekstu zgornjega primera, bi se
enolicˇni identifikator pacienta v vsakem viru, ki vsebuje medicinski podatek
tega pacienta, kriptiral v razlicˇne vrednosti. Vendar nakljucˇna enkripcija za
nasˇ primer rabe ni primerna, saj je nasˇe glavno vodilo, da poizvedbe nad
kriptiranimi podatki izvajamo na popolnoma enak nacˇin kot nad nekriptira-
nimi podatki. Nakjucˇna enkripcija bi to onemogocˇala, saj spremeni osnovno
predpostavko, na kateri je bazirano preverjanje enakosti – da je vrednost is-
kanega atributa enolicˇno dolocˇena in tocˇno enaka vrednosti tega atributa v
bazi.
Da ne spreminjamo nacˇina izvajanja poizvedb nad kriptiranimi podatki,
moramo nekriptiran original vedno preslikati v isto kriptirano sliko. Podo-
ben problem kot pri nakljucˇni enkripciji bi nastal tudi, cˇe bi bila referenca
na pacienta v virih enega pacienta v istem trenutku kriptirana z razlicˇnimi
enkripcijskimi kljucˇi. Ker je kriptirana slika odvisna tako od vhodnega po-
datka (enolicˇnega identifikatorja pacienta) kot kljucˇa, bi bila posledicˇno za-
radi razlicˇnih kljucˇev razlicˇna tudi slika (kriptirana vrednost reference). Zato
moramo zagotoviti tudi, da bo referenca enega pacienta v vseh virih, ki shra-
njujejo medicinske podatke tega pacienta, v istem cˇasovnem trenutku krip-
tirana z istim kljucˇem, saj bomo le tako zadostili zgornjemu pogoju.
Simetricˇna ali asimetricˇna enkripcija?
Simetricˇna in asimetricˇna enkripcija se poleg razlik, opisanih v poglavju Pre-
gled podrocˇja, med seboj bistveno razlikujeta v hitrosti. Algoritmi za sime-
tricˇno enkripcijo so povprecˇno 100-krat hitrejˇsi kot algoritmi za asimetricˇno
enkripcijo [36, 24, 12], vendar imajo slabosti, kot so pomanjkanje skalabilno-
sti in zahtevna varna izmenjava kljucˇa. Asimetricˇna enkripcija pa, sicer za
ceno hitrosti, ponuja prednosti javnih kljucˇev in preprosto izmenjavo kljucˇa.
Ker asimetricˇna enkripcija za kriptiranje in dektriptiranje podatkov po-
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trebuje bistveno vecˇ cˇasa in racˇunske mocˇi kot simetricˇna enkripcija, mora
biti, da se odlocˇimo za asimetricˇno enkripcijo, njena raba nujna za zagota-
vljanje varnosti. Prav zaradi bistvene razlike v hitrosti se v praksi v vecˇini
sistemov uporabljajo tako imenovani hibridni kriptosistemi [22, 9].
Glavna ideja hibridnih kriptosistemov je, da zdruzˇi prednosti obeh pristo-
pov. Varnostno najbolj kriticˇni koraki, kot je na primer izmenjava kljucˇa za
simetricˇno enkripcijo med dvema vpletenima stranema, se izvedejo z asime-
tricˇno enkripcijo. Najvecˇja slabost simetricˇne enkripcije je v tem, da si obe
strani, vpleteni v komunikacijo, ne moreta na varen nacˇin izmenjati enkrip-
cijskega kljucˇa, cˇe predhodno sˇe nista komunicirali, saj se preko nevarnega
kanala ne moreta na varen nacˇin medsebojno dogovoriti, kaksˇen bo kljucˇ.
Asimetricˇna enkripcija pa je za najbolj varno kriticˇen korak izbrana zato,
ker omogocˇa, da oba vpletena, brez skupnih podatkov, ki bi si jih morala
predhodno izmenjati, lahko varno komunicirata preko nevarnega kanala. S
tem se izognemo varnostnemu tveganju, da bi na poti lahko morebitni napa-
dalec prestregel kljucˇ za simetricˇno enkripcijo. Hibridni pristop se uporablja
v sˇtevilnih standardih, kot so SSL (angl. Secure Socket Layer), SSH (angl.
Secure Socket Hasing) in PGP (angl. Pretty Good Privacy). Ti standardi
danes tvorijo osnovo za varno komunikacijo na spletu.
Da se lahko odlocˇimo, kateri algoritem je primeren za primer, ki ga resˇuje
ta diplomska naloga, je treba razumeti sˇe nekaj kljucˇnih dejstev glede ar-
hitekturnega pristopa (podrobneje opisanih v poglavju Arhitektura). Vse
poizvedbe bodo potovale od uporabnika, preko vmesne mikrostoritve, ki bo
izvajala enkripcijo oz. dekripcijo in prilagajala poizvedbe, do FHIR strezˇnika
in po isti poti nazaj. V primeru ene instance take mikrostoritve ne bi bilo
potrebe po asimetricˇni enkripciji, saj mora le ta mikrostoritev poznati en-
kripcijske kljucˇe. Kljucˇev v tem primeru ni potrebno nikomur posˇiljati ali jih
kamorkoli prenasˇati, saj tako enkripcijo kot dekripcijo izvaja ena mikrostori-
tev, ki ima kljucˇe varno shranjene. V primeru porazdeljenega sistema z vecˇ
instancami iste mikrostoritve za enkripcijo in dekripcijo, pa bi bilo potrebno
le kljucˇe med posameznimi instancami izmenjati z varnejˇso, asimetricˇno en-
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kripcijo, za vse operacije enkripcije in dekripcije pa bi lahko, enako kot v
zgornjem primeru, uporabljali hitrejˇso, simetricˇno enkripcijo.
Glede na to lahko zakljucˇimo, da za vse operacije enkripcije in dekripcije,
ki jih izvaja vmesna mikrostoritev, razen izmenjave enkripcijskih kljucˇev med
posameznimi instancami, ni nobene potrebe za uporabo asimetricˇne enkrip-
cije. Zato se nam kot ocˇitna resˇitev ponuja simetricˇna enkripcija, ki bo vse
operacije izvedla bistveno hitreje, hkrati pa zaradi tega koncˇna aplikacija ne
bo trpela z vidika varnosti.
3.2.3 Izbira enkripcijskega algoritma
V prejˇsnjem podpoglavju je bila zaradi ocˇitnih prednosti pri hitrosti za
koncˇno aplikacijo izbrana simetricˇna enkripcija. V nadaljevanju si bomo
z vidika uporabe ogledali nekaj najbolj sˇiroko uporabljanih algoritmov za
simetricˇno enkripcijo in izbrali najprimernejˇsega za resˇitev problema tega
diplomskega dela.
DES in 3DES
Algoritem DES (angl. Data Encryption Standard) je danes precej zastarel,
saj je postal standard za simetricˇno enkripcijo zˇe leta 1974. Bil je prvi
enkripcijski standard, ki ga je priporocˇal NIST (angl. National Institute of
Standards and Technology). V zadnjih 40 letih je bilo za algoritem DES
odkritih zˇe mnogo varnostnih lukenj, na podlagi katerih je osnovanih mnogo
napadov na ta algoritem. V danasˇnjem cˇasu ta algoritem velja za nevarnega
in neprimernega za sˇifriranje zaupnih podatkov.
3DES ali trojni DES je bil razvit kot izboljˇsava osnovnega algoritma DES,
glavna razlika med njima pa je, da je cˇistopis v primeru algoritma 3DES tri-
krat zaporedoma kriptiran z osnovnim algoritmom DES. To sicer povecˇa nivo
varnosti, vendar bistveno upocˇasni enkripcijo. Posledicˇno je 3DES pocˇasnejˇsi
od ostalih primerljivo varnih enkripcijskih algoritmov, zato je za prakticˇno
uporabo manj primeren [29].
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AES (Rijndael)
Algoritem AES (angl. Advanced Encryption Standard) oziroma Rijndael,
kot je bil imenovan pred standardizacijo s strani NIST, je novi enkripcijski
standard, ki ga NIST priporocˇa in je na tem mestu nadomestil zastareli DES
[8]. Obstaja vecˇ verzij tega algoritma, vse verzije imajo enako dolzˇino bloka
(128 bitov), razlikujejo pa se v dolzˇini kljucˇa (128, 192 ali 256 bitov).
V zadnjih 20 letih, odkar je bil algoritem predstavljen, so zˇe mnogi po-
skusˇali nanj izvesti ucˇinkovit napad. Do danes je bilo uspesˇnih le nekaj na-
padov po stranskem kanalu (angl. side channel attack) na nekaj specificˇnih
implementacij algoritma AES. Napadi po stranskem kanalu ne poskusˇajo
razbiti samega enkripcijskega algoritma, ampak se osredotocˇajo na napake v
specificˇnih implementacijah tega algoritma v programski ali strojni opremi
in jih izkoriˇscˇajo za napade. Zato uspesˇen napad po stranskem kanalu vse-
kakor ne pomeni, da dolocˇen enkripcijski algoritem ni varen, izpostavlja le
tezˇave v dolocˇeni implementaciji. Napad z grobo silo je trenutno edini znani
napad proti temu algoritmu. Pri algoritmu AES je treba poudariti sˇe, da je
danes tudi strojno podprt na skoraj vseh novejˇsih procesorjih proizvajalcev
Intel in AMD. Pri teh dveh proizvajalcih je AES-NI (angl. Advanced En-
cryption Standard New Instructions) nabor ukazov vkljucˇen kot razsˇiritev
standardnega x86 nabora ukazov [38]. Poleg tega pa strojno podporo algo-
ritmu AES nudi sˇe vecˇina novejˇsih procesorjev z arhitekturo ARM. Strojna
podpora pricˇakovano prinese bistvene pohitritve, v idealnih pogojih je lahko
strojno podprta enkripcija in dekripcija nekajkrat (tudi do desetkrat) hitrejˇsa
od strojno nepodprte enkripcije [26].
Blowfish in Twofish
Blowfish je relativno hiter enkripcijski algoritem, ki je bil prvicˇ predstavljen
leta 1993. Algoritem lahko uporablja kljucˇe, dolge od 32 do 448 bitov, veli-
kost bloka pri tem algoritmu pa je 64-bitov, kar je manj varno kot 128-bitni
bloki, ki jih uporablja AES. Manjˇsa velikost bloka naredi algoritem Blowfish
v nekaterih primerih bolj izpostavljen tako imenovanemu rojstnodnevnemu
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napadu (angl. birthday attack) [4]. Zaradi nekaj znanih slabosti v dolocˇenih
primerih uporabe tudi Bruch Schneier, avtor algoritma Blowfish, predlaga
uporabo algoritma Twofish.
Twofish je algoritem, ki je bil ustvarjen z namenom, da nadomesti algori-
tem Blowfish. Prvicˇ je bil objavljen leta 1998 in je bil eden izmed algoritmov
na razpisu Advanced Encryption Standard process, ki ga je razpisala NIST,
da bi postavili nov enkripcijski standard, po tem, ko se je algoritem DES iz-
kazal za neprimernega. Do sedaj na algoritem Twofish ni nobenega znanega
uspesˇnega napada, zato sam algoritem velja za varnega. Twofish je, glede
na nekatere lastnosti, podoben algoritmu Rijndael, saj prav tako uporablja
128-bitne bloke in kljucˇe velikosti 128, 192 in 256 bitov [31]. Na prej omenje-
nem razpisu za novi enkripcijski standard je bil skupaj z algoritmom Rijndael
eden izmed petih finalistov, vendar se je izkazal za malenkost pocˇasnejˇsega
v primeru 128-bitnih kljucˇev [37, 8].
Po tem, ko je bil Rijndael izbran za novi enkripcijski standard, je Rijndael
postal mnogo hitrejˇsi od algoritma Twofish na procesorjih, ki podpirajo AES
nabor ukazov, kar danes velja za vecˇino sodobnih procesorjev.
Zakljucˇek in izbira algoritma
V tem poglavju je bilo opisanih le nekaj najbolj znanih algoritmov, ki se upo-
rabljajo za simetricˇno enkripcijo. Glede na to lahko zakljucˇimo, da obstaja
mnozˇica bolj ali manj primernih algoritmov, v primeru te diplomske naloge
bi bila primerna algoritma AES in Twofish.
Za prakticˇni del te diplomske naloge je bil izbran algoritem AES oziroma
Rijndael, ker v primerjavi z ostalimi algoritmi dosega primerljive (cˇe zˇe ne
v vseh primerih najbolj optimalne) cˇase in ima v zadnjem cˇasu sˇe zavidljivo
strojno podporo. Poleg tega pa ni zanemarljivo tudi dejstvo, da je v zelo
sˇiroki uporabi zˇe precej cˇasa, kar ga v praksi naredi bolj varnega, saj so
bile mnoge napake v implementacijah zˇe odkrite in popravljene. AES je za
resˇevanje problema te diplomske naloge zato najbolj primeren, vsekakor pa
ni edini primeren algoritem za resˇevanje tega problema.
Poglavje 4
Arhitektura
V prvem delu tega poglavja se bom navezal na opis problema in navedel
osnovne funkcionalosti, ki so potrebne za njegovo resˇitev. V nadaljevanju
tega poglavja pa bom opisal izbrane arhitekturne pristope, ki bodo v nasle-
dnjem poglavju vodili tudi do prakticˇne resˇitve problema.
Z arhitekturo te resˇitve zˇelimo dosecˇi, da hranimo medicinske podatke na
varen nacˇin, hkrati pa lahko s staliˇscˇa koncˇne aplikacije izvajamo poizvedbe
nad kriptiranimi podatki na enak nacˇin kot nad nekriptiranimi podatki.
4.1 Osnovne funkcionalnosti
Cˇe strnemo probleme poglavja Opis problema, lahko zakljucˇimo, da mora
prototip za demonstracijo delovanja imeti implementirane naslednje sklope
funkcionalnosti:
1. Kriptiranje kriticˇnih atributov in shranjevanje le-teh v podatkovno
bazo.
2. Iskanje po kriptiranih atributih v podatkovni bazi.
3. Dekriptiranje podatkov na poti od podatkovne baze do aplikacije in
prikaz uporabniku v nekriptirani obliki.
4. Periodicˇna menjava kljucˇa.
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4.2 Cilji
Cilj je postaviti arhitekturo na nacˇin, da lahko celotna aplikacija deluje na
varen nacˇin preko sistema, razvitega za to diplomsko nalogo, ne da bi se
koncˇni uporabnik ali razvijalec drugih delov aplikacije tega zavedal, saj bo
podsistem navzven deloval kot HL7 FHIR API vmesnik. Edina dovoljena
sprememba na strani aplikacije je lahko ta, da se za dostopno tocˇko do FHIR
strezˇnika, namesto direktnega dostopa do strezˇnika, uporablja v ta namen
razvita mikrostoritev, ki je del varnostnega modula. Prav tako je cilj, da
ne bodo potrebne spremembe na strani podatkovne baze, saj zˇelimo, da
podatkovna baza preko API vmesnika normalno shranjuje podatke, neglede
na to, da so nekateri podatki kriptirani.
Strezˇnik s podatkovno bazo nikoli ne pridobi dekripcijskega kljucˇa, am-
pak le hrani kriptirane podatke. Torej tudi v primeru, da napadalec pri-
dobi poln dostop do podatkovne baze, ta vseeno ne more pridobiti prakticˇno
nicˇesar uporabnega iz podatkov v podatkovni bazi, saj so zaradi kriptirane
reference popolnoma neuporabni za interpretacijo (podrobnejˇsa razlaga v po-
glavju
”
Kljucˇni atributi, ki jih je potrebno kriptirati“).
Na strani aplikacije ne zˇelimo delati vecˇjih sprememb, saj je namen, da
to resˇitev cˇim lazˇje vkljucˇimo v zˇe obstojecˇo aplikacijo, zato zˇelimo, da bodo
potrebne spremembe zaradi tega varnostnega modula minimalne.
Prav tako zˇelimo ohraniti prednosti na strani FHIR strezˇnika oziroma
podatkovne baze. Kriptiranje podatkov ne sme poslabsˇati hitrosti poizvedb
v podatkovni bazi. To prednost ohranimo s tem, da poizvedbe predhodno
obdelamo in po vseh podatkih poizvedujemo na enak nacˇin, neglede na to,
ali so kriptirani ali ne.
Pristop, da strezˇnik s podatkovo bazo nikoli ne pridobi kljucˇev pa je
potreben zato, ker zˇelimo cˇimbolj porazdeliti tveganje razkritja podatkov.
Da bi napadalec lahko pridobil kartoteke vseh pacientov, bi moral v primeru
porazdeljenega pristopa istocˇasno vdreti v strezˇnik s podatkovno bazo in
mikrostoritev, ki izvaja enkripcijo in dekripcijo ter shrambo kljucˇev.
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4.3 Postavitev sistema
V prvem delu tega poglavja se bom posvetil nacˇrtovanju arhitekture in ute-
meljitvi, zakaj je taka arhitektura primerna za resˇitev problema. V nada-
ljevanju pa bom na nivoju komunikacije med posameznimi komponentami
opisal, kako naj bi glavne komponente med seboj komunicirale v primeru
glavnih funkcionalnosti.
4.3.1 Osnovna postavitev sistema
V osnovi ima sistem po FHIR specifikaciji le dve glavni komponenti – apli-
kacijo in FHIR strezˇnik. Aplikacija je lahko kakrsˇnakoli aplikacija s podrocˇja
e-zdravstva, ki uporablja HL7 FHIR standard in rabi za delovanje dostop
do medicinskih podatkov. FHIR strezˇnik navzven izpostavlja standardiziran
FHIR RESTful API vmesnik in ima dostop do podatkovne baze, ki hrani
medicinske podatke. Podatkovna baza (na spodnji sliki oznacˇena s PB) nav-
zen ni vidna, torej aplikacija ne more direktno dostopati do nje. Do baze
lahko direktno dostopa le FHIR strezˇnik, vsa komunikacija med aplikacijo in
strezˇnikom pa poteka preko standardiziranega API vmesnika [20].
Slika 4.1: Osnovna postavitev sistema brez varnostnega modula
Zgornja slika opisuje osnovno postavitev sistema, na kateri se gradijo
resˇitve s podrocˇja e-zdravstva. Taka postavitev ni namenjena uporabi v
praksi, saj za varnostni vidik ni poskrbljeno.
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4.3.2 Ideja resˇitve
Glavni cilji arhitekture so, da v primerjavi z osnovno postavitvijo (Slika 3.1)
ni potrebnih bistvenih sprememb na strani aplikacije. Poleg tega zˇelimo
cˇim manjˇse spremembe v hitrosti, zato moramo na enak nacˇin poizvedovati
po podatkih, neglede na to ali so kriptirani ali ne. Zadnji glavni cilj pa je
porazdelitev tveganja, zato zˇelimo, da so kriptirani podatki shranjeni locˇeno
od kljucˇev, s katerimi so ti podatki kriptirani.
Ideja resˇitve je, da se osnovni postavitvi sistema dodajo sˇe dve glavni
komponenti – mikrostoritev, ki opravlja funkcijo dostopne tocˇke in mi-
krostoritev, ki izvaja enkripcijo oziroma dekripcijo, enkriptor-dekriptor
(ED).
Slika 4.2: Glavne komponente sistema z varnostnim modulom
S tako arhitekturo je edina sprememba na strani aplikacije ta, da namesto,
da dostopa direktno do strezˇnika, dostopa do dostopne tocˇke, ki je dostopna
preko standardiziranega API vmesnika.
Naloga dostopne tocˇke je, da preusmerja zahtevke med aplikacijo, ED in
FHIR strezˇnikom ter tako omogocˇa normalno delovanje aplikacije. Dostopna
tocˇka je tako edina komponenta sistema, ki je vidna navzven oziroma edina
komponenta, do katere lahko aplikacija direktno dostopa.
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Druga mikrostoritev, predvidena v tem sistemu pa je ED, ki omogocˇa,
da poizvedovanje po podatkih poteka na enak nacˇin, neglede na to, cˇe so
kriptirani ali ne. Do te mikrostoritve lahko dostopa le dostopna tocˇka. ED
je tudi edina komponenta tega sistema, ki lahko dostopa do kljucˇev, ki so
varno shranjeni (podrobnejˇsa razlaga v poglavju Implementacija). Prav tako
ne shranjuje nobenih podatkov in ne izvaja poizvedb oziroma ne komuni-
cira direktno s FHIR strezˇnikom ali podatkovno bazo. Naloga ED je le,
da
”
prevaja“ med kriptiranimi in nekriptiranimi podatki, ter tako omogocˇa
nespremenjeno delovanje z vidika aplikacije.
Na strani FHIR strezˇnika glede na osnovno postavitev ni bistvenih spre-
memb, edina razlika je, da namesto, da bi direktno komuniciral z aplikacijo,
komunikacija poteka preko dostopne tocˇke, ki preusmerja poizvedbe. FHIR
strezˇnik neglede na to, cˇe so podatki kriptirani ali ne, procesira zahtevke in
komunicira s podatkovno bazo na popolnoma enak nacˇin.
V tabeli pacient-kljucˇ ni shranjen dejanski enkripcijski kljucˇ, ampak
le ime kljucˇa, preko katerega lahko dostopamo do enkripcijskega kljucˇa, ki je
varno shranjen v shrambi kljucˇev. Tabela pacient-kljucˇ je bistvena kompo-
nenta pri inkrementalni reenkripciji, ki je podrobneje razlozˇena v naslednjem
podpoglavju.
4.3.3 Inkrementalna reenkripcija
Inkrementalna reenkripcija je obsezˇnejˇsi problem, ki zahteva nekaj razmi-
sleka. Ker gre v primeru hrambe medicinskih podatkov za varnostno zelo
kriticˇne podatke, smo v poglavju Opis problema zakljucˇili, da bi bilo dobro
enkripcijske kljucˇe na dolocˇeno cˇasovno obdobje menjavati, kljub temu, da
je mozˇnost, da napadalec ugotovi kljucˇ in s tem pridobi dostop do podatkov,
izredno majhna.
V primeru uporabe varnostnega modula v praksi v sklopu neke zdra-
vstvene aplikacije, bi manjˇse zdravstvene ustanove hranile kartoteke nekaj
sto pacientov, v primeru vecˇjih bolniˇsnic ali enotnih zdravstvenih sistemov
na ravni regij ali drzˇav, pa bi bila ta sˇtevilka bistveno vecˇja. Poleg tega je
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treba uposˇtevati, da je kartoteka po FHIR specifikaciji sestavljena iz manjˇsih
virov, ki vsebujejo zdravstvene podatke in hranijo referenco na pacienta. Ker
posamezen vir hrani zelo malo podatkov (npr. opis simptoma, meritev tlaka,
podatki o neki alergiji, informacije o terapiji,...), se z vsakim obiskom pri
zdravniku ustvari precej dodatnih virov, zato sˇtevilo virov, ki jih hranimo
v bazi hitro narasˇcˇa. Ker je referenca edini atribut, ki ga bomo kriptirali v
vseh virih (razen virov tipa pacient) in jo vsebujejo vsi viri, sˇtevilo referenc
za reenkripcijo narasˇcˇa sorazmerno s sˇtevilom virov, ki jih hranimo v bazi.
Neglede na to, kaksˇno je sˇtevilo virov, pa je v prakticˇno vseh primerih pre-
veliko, da bi celoten proces menjave kljucˇa in reenkripcije lahko izvedli na
vseh podatkih naenkrat, saj si ne smemo privosˇcˇiti izpadov ali zelo pocˇasnega
delovanja zaradi vzdrzˇevanja podatkovne baze.
Posledicˇno se je potrebno problema lotiti postopoma. Na kakrsˇen koli
nacˇin bi se lotili postopne menjave kljucˇa, bi bili istocˇasno v bazi atributi,
ki so kriptirani z razlicˇnimi kljucˇi. Vendar, cˇe je v vsakem trenutku jasno,
kateri atribut je kriptiran s katerim kljucˇem, hkratna raba vecˇih kljucˇev ne
povzrocˇa dodatne zmede, ampak je celo prednost, saj povecˇa nivo varnosti.
V primeru, da je hkrati v rabi vecˇ kljucˇev in bi napadalcu uspelo vdreti v
podatkovno bazo in pridobiti ali ugotoviti enega izmed kjucˇev, ki so v tistem
trenutku v rabi, s tem ne bi pridobil nekriptirane vsebine celotne baze, ampak
le vsebino dela podatkov, ki je kriptirana s tem kljucˇem.
Ker moramo v vsakem trenutku vedeti, kateri atribut v podatkovni bazi
je kriptiran s katerim kljucˇem, je treba posamezne vire, ki jih hranimo v
bazi, razbiti na logicˇne, dovolj majhne podmnozˇice podatkov, ki so kriptirani
z istim kljucˇem in jih lahko naenkrat reenkriptiramo. Relativno majhna,
logicˇna podmnozˇica podatkov, ki bi lahko sluzˇila kot osnova za inkrementalno
reenkripcijo, je kartoteka enega pacienta. V tem primeru moramo za uspesˇno
reenkripcijo kartoteke posameznega pacienta hraniti le podatek, s katerim
kljucˇem je njegova kartoteka trenutno kriptirana. Poleg tega je kartoteka
enega pacienta dovolj majhna podenota, da njena reenkripcija ne predstavlja
znatne obrementive celotnega sistema. Zato je idealna tudi za reenkripcijo,
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saj lahko sˇtevilo kartotek, ki jih v nekem trenutku reenkriptiramo, enostavno
sproti prilagajamo prostim resursom, ki so na voljo, ne da bi s tem opazno
upocˇasnili delovanje celotnega sistema.
Vse spremembe, ki jih izvajamo na izbrani podmnozˇici podatkov (kar-
toteki enega pacienta) pa morajo biti izvedene v sklopu transakcije, da se
izognemo tveganju, da bi ob delno uspesˇni reenkripciji priˇslo do neskladja
med shranjeno relacijo pacient-kljucˇ in dejanskim stanjem kartoteke tega pa-
cienta v podatkovni bazi, saj bi s tem tvegali izgubo podatkov.
Hkratna raba vecˇih kljucˇev torej povecˇa nivo varnosti in je nujen pogoj
za inkrementalno reenkripcijo atributov. Ker zˇelimo imeti cˇim vecˇjo kontrolo
nad postopno reenkripcijo in s tem postopkom cˇim manj obrementiti sistem,
se splacˇa imeti dobro strategijo upravljanja kljucˇev. Zato je poleg relacije
pacient-kljucˇ koristno hraniti sˇe podatek, kdaj je bil kljucˇ pri dolocˇenem
pacientu nazadnje zamenjan. Ta podatek nam pomaga pri ucˇinkoviti re-
enkripciji. Ko ugotovimo, da je pri dolocˇeni podmnozˇici pacientov poteklo
prevecˇ cˇasa od zadnje menjave kljucˇa, lahko generiramo nov kljucˇ, kartoteke
pacientov iz te podmnozˇice postopoma reenkriptiramo z novim kljucˇem in
za vsako uspesˇno reenkriptirano kartoteko spremembo kljucˇa in cˇas zadnje
spremembe zapiˇsemo v tabelo pacient-kljucˇ.
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4.4 Pregled izvajanja zahtevkov na nacˇrtu ar-
hitekture
V tem poglavju si bomo na shemi arhitekture celotne resˇitve ogledali nekaj
osnovnih funkcionalnosti aplikacije, ki so sluzˇile kot opora pri programiranju
prototipa. Poleg tega je potrebno razlozˇiti sˇe nekaj podrobnosti glede same
arhitekture, ki so bile v prejˇsnjem poglavju namenoma izpusˇcˇene, saj jih je
najlazˇje razlozˇiti na prakticˇnih primerih.
4.4.1 GET zahtevki
Spodnjo shemo je najlazˇe razlozˇiti na prakticˇnem primeru, zato je opisano
delovanje sistema na primeru GET zahtevka, ki zˇeli pridobiti vse vire tipa
Observation, ki pripadajo nekemu pacientu. Edini kriptiran atribut, ki ga
vsebuje vir tipa Observation, je referenca na pacienta. V primeru GET zah-
tevka bi enaka shema kot za vir Observation veljala tudi za vse ostale tipe
virov, ki vsebujejo kriptirano referenco na pacienta.
Slika 4.3: GET zahtevek - Poizvedba
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Ko aplikacija izvede poizvedbo, jo dostopna tocˇka prestrezˇe. Dostopna
tocˇka zazna, da gre za GET poizvedbo po viru Observation, ki vsebuje nekrip-
tiran identifikator pacienta, zato ED posˇlje zahtevek za enkripcijo reference
na pacienta, saj je referenca v bazi shranjena v kriptirani obliki.
ED najprej v tabeli pacient-kljucˇ preveri, s katerim kljucˇem je trenutno
kriptiran pacient. Nato dostopa do shrambe kljucˇev in pridobi ustrezen kljucˇ,
z njim kriptira referenco na pacienta in kriptirano referenco posˇlje dostopni
tocˇki.
Dostopna tocˇka po prejemu odgovora s strani ED spremeni poizvedbo,
tako da zamenja nekriptirano referenco s kriptirano in spremenjeno poi-
zvedbo posˇlje FHIR strezˇniku. FHIR strezˇnik dostopa do podatkovne baze
in izvede poizvedbo na kriptiranih podatkih.
Slika 4.4: GET zahtevek - Rezultat poizvedbe
Ko FHIR strezˇnik dobi rezultate poizvedbe, jih posreduje dostopni tocˇki.
Dostopna tocˇka zacˇasno hrani nekriptirano referenco na pacienta, saj v vme-
snem cˇasu cˇaka na rezultat GET zahtevka. Ko dostopna tocˇka dobi rezultate,
jih obdela tako, da v vseh virih zamenja kriptirano referenco z nekriptirano
in jih v taki obliki posˇlje aplikaciji.
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4.4.2 POST zahtevki
Posˇiljanje POST zahtevkov poteka na podoben nacˇin kot v primeru GET
zahtevkov. Ponovno bo postopek opisan na primeru vira tipa Observation.
Tudi v primeru POST zahtevkov velja, da je postopek enak za vse tipe virov,
ki vsebujejo referenco na pacienta.
Aplikacija generira vir tipa Observation, ki vsebuje nekriptirano referenco
na nekega pacienta. Ta vir posˇlje dostopni tocˇki, ki ga v nespremenjeni obliki
posreduje enkriptorju-dekriptorju (v nadaljevanju ED).
ED zazna, da gre za vir tipa Observation, ki vsebuje nekriptirano re-
ferenco na pacienta. Najprej v tabeli pacient-kljucˇ preveri, pod katerim
kljucˇem je kriptirana kartoteka pacient. Nato dostopa do shrambe kljucˇev,
pridobi ustrezen kljucˇ in z njim kriptira referenco. Po uspesˇni enkripciji re-
ference obdela vir tako, da zamenja nekriptirano referenco s kriptirano in vir
v tej obliki posˇlje dostopni tocˇki.
Dostopna tocˇka kriptirani vir v obliki POST zahtevka posreduje FHIR
strezˇniku, ki dostopa do podatkovne baze in prejeti vir shrani.
Slika 4.5: POST zahtevek - Zahteva
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FHIR strezˇnik nato posˇlje rezultat operacije. Cˇe je bilo shranjevanje vira
uspesˇno, strezˇnik dostopni tocˇki posˇlje enolicˇni identifikator tega vira, ki se
je avtomatsko generiral ob ustvarjanju tega vira. V primeru, da shranjevanje
ni bilo uspesˇno, strezˇnik javi napako.
Dostopna tocˇka prejet odziv s strani strezˇnika v nespremenjeni obliki
posreduje aplikaciji. S tem korakom se POST poizvedba zakljucˇi.
Slika 4.6: POST zahtevek - Rezultat
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4.4.3 Menjava kljucˇa
Menjava kljucˇa je postopek, ki ga izvaja administrator sistema in ostalim
uporabnikom ni dostopna. Dobro je, da menjavo kljucˇa in reenkripcijo izvaja
nekdo, ki pozna celoten sistem in se zaveda varnostnih tveganj.
Menjava kljucˇa poteka v dveh korakih. Na zacˇetku postopka admini-
strator generira nov kljucˇ, ki se varno shrani v shrambo kljucˇev. Nato na
ED posˇlje zahtevek za menjavo kljucˇa nekega pacienta. ED s kljucˇem, pod
katerim je pacient trenutno shranjen, kriptira njegov identifikator, nato pa
generira poizvedbo za pridobitev celotne kartoteke tega pacienta. Poizvedbo
posˇlje dostopni tocˇki, ta jo posreduje FHIR strezˇniku. FHIR strezˇnik za
pridobitev kartoteke izvede iskanje v podatkovni bazi.
Slika 4.7: Menjava kljucˇa, korak 1 - Poizvedba za pridobitev kartoteke
V drugem koraku FHIR strezˇnik kriptirano kartoteko posreduje dostopni
tocˇki, ta pa jo v nespremenjeni obliki posˇlje naprej ED.
ED v vseh virih v kartoteki zamenja referenco, kriptirano s starim kljucˇem
z referenco, ki je kriptirana z novim. Ko je postopek uspesˇno zakljucˇen, ED
generira zahtevek za posodobitev podatkov, ki vsebuje celotno reenkriptirano
kartoteko pacienta. Ta poizvedba se posˇlje do dostopne tocˇke in naprej do
FHIR strezˇnika, ki dostopa do baze, kjer se izvede posodobitev.
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Celotna poizvedba se izvede v obliki transakcije, saj moramo zagotoviti,
da ne pride do delno uspesˇnih posodobitev. Delno uspesˇna posodobitev bi
povzrocˇila neskladje med stanjem v tabeli pacient-kljucˇ in dejanskim stanjem
na bazi, posledica tega pa bi bila izguba podatkov.
V primeru, da je bila posodobitev uspesˇna, FHIR strezˇnik to preko do-
stopne tocˇke sporocˇi ED, ki dostopa do tabele pacient-kljucˇ in vanjo zabelezˇi
ime novega kljucˇa ter cˇas menjave. V primeru neuspesˇne transakcije se vse
spremembe na bazi zavrzˇejo in se ohrani staro stanje, v tabeli pacient-kljucˇ
ne zabelezˇimo nobene spremembe.
Postopek je s tem zakljucˇen, celotna kartoteka pacienta pa je uspesˇno
reenkriptirana.
Slika 4.8: Menjava kljucˇa, korak 2 - Reenkripcija kartoteke
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Poglavje 5
Implementacija
Za prakticˇno resˇitev problemov in demonstracijo delovanja resˇitve, opisane v
poglavju Arhitektura, je bil razvit prototip. Implementacija prototipa pod-
pira vse glavne funkcionalnosti, ki so bile opisane v prejˇsnjem poglavju.
Cˇe si sˇe enkrat ogledamo arhitekturo celotnega sistema, vidimo, da ga
sestavljajo sˇtiri glavne komponente: aplikacija, dostopna tocˇka, ED in FHIR
strezˇnik. Te komponente dostopajo do ostalih komponent, ki podpirajo nji-
hovo delovanje. Glavni del implementacije prototipa sta dve komponenti:
dostopna tocˇka in ED.
Slika 5.1: Osnovna postavitev sistema
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5.1 Uporabljena orodja
Obe glavni komponenti (dostopna tocˇka in ED) sta bili razviti po arhitek-
turnem pristopu mikrostoritev v programskem jeziku Java EE [27]. V sklopu
celotne resˇitve se je uporablja knjizˇnica Hapi-FHIR, ki je odprtokodna im-
plementacija FHIR specifikacije v Javi [19].
Ker projekt zaradi sˇtevilnih zunanjih knjizˇnic vsebuje mnoge odvisnosti,
se je pojavila potreba po bolj strukturirani gradnji projekta, zato je upora-
bljen Apache Maven [2].
Kot strezˇnik za testiranje se je uporabljal Apache Tomcat 9 [3]. Pri testi-
ranju diplomske naloge sem uporabljal lokalno gostovanje (angl. localhost)
zato je naslov uporabljenega testnega strezˇnika http://localhost:7050/.
5.2 Dostopna tocˇka
Dostopna tocˇka deluje kot standardiziran HL7 FHIR API vmesnik in skrbi
za medsebojno komunikacijo med vsemi komponentami. Za demonstracijo
delovanja so bile podprte funkcionalnosti na treh tipih virov: Patient, Ob-
servation in Condition [35, 34, 33].
5.2.1 Naslovi in standard
Po FHIR specifikaciji [20] mora biti osnovni URL naslov storitve v obliki1
http(s)://server{/path}. Na tem naslovu morajo biti dostopni vsi viri,
ki jih opisuje FHIR standard.
Ker mora dostopna tocˇka navzven izpostavljati standardiziran FHIR vme-
snik, je v primeru moje resˇitve dostopna tocˇka, skladno s standardom, do-
stopna na http://localhost/hapi.do.
1Parameter
”
/path“ je opcijski
Diplomska naloga 41
Vse interkacije s storitvijo so po standardu definirane kot2
VERB [base]/[type]/[id] {?_format=[mime-type]}
• VERB: Glagol, ki opisuje tip zahtevka - GET, POST, PUT, DELETE,...
• base: Naslov strezˇnika
• type: Ime tipa vira (npr. Patient)
• id: Logicˇni identifikator vira
• mime-type: Specificira format rezultata - JSON, XML ali RDF
V implementaciji prototipa se lahko do virov, ki so bili testno implemen-
tirani, skladno s standardom dostopa preko zahtevkov na naslovih3:
http://localhost/hapi.do/Patient/id
http://localhost/hapi.do/Observation/id
http://localhost/hapi.do/Condition/id
ED je dostopen na naslovu http://localhost/crypto.do/.
Slika 5.2: Naslovi glavnih komponent aplikacije
2Vsebina v oglatih oklepajih je obvezna, vsebina v zavitih oklepajih je opcijska
3
”
id“ mora biti v dejanski poizvedbi zamenjan z logicˇnim identifikatorjem vira
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Za FHIR strezˇnik je uporabljena prosto dostopna implementacija Hapi-
FHIR strezˇnika, ki je namenjena testiranju in je dosegljiva na naslovu
http://hapi.fhir.org/baseDstu2. Prototip je testiran na verziji 3.5.0.
Prototip, razvit za diplomsko nalogo, podpira GET in POST zahtevke.
Atribut, ki se v prototipu kriptira na vseh virih, razen virih tipa Patient, je
referenca na pacienta.
Tudi implementacijo je najlazˇe razlozˇiti na prakticˇnih primerih, zato je
opisana na primeru dveh tipov virov, Patient in Observation. Implementacija
za vir tipa Condition ni locˇeno opisana, saj je popolnoma enaka kot za vir
tipa Observation.
Za cˇim bolj nazoren opis implementacije prototipa je v vseh primerih
uporabljen
”
1“ kot identifikator pacienta, kriptirana vrednost te reference je
”
kriptirano1“, kljucˇ, pod katerim je kriptirana kartoteka tega pacienta, pa je
”
kljucˇ1“.
5.2.2 GET zahtevki
Prototip se odziva na GET zahtevke, ki zahtevajo vire tipa Patient, Observa-
tion in Condition. V ta namen so implementirani trije razredi: hapiPatient,
hapiObservation in hapiCondition. Ti trije razredi so razsˇiritev razreda
HttpServlet.
V primeru, da aplikacija posˇlje GET4 zahtevek po viru tipa Patient5
./hapi.do/Patient/1 ali ./Patient?given=Testni&family=Pacient, do-
stopna tocˇka zazna, da v tem primeru kriptiranje ni potrebno, saj je pacient
v bazi shranjen v nekriptirani obliki. Zato zahtevek v nespremenjeni obliki
posreduje strezˇniku.
Strezˇnik prejme zahtevek, izvede poizvedbo na podatkovni bazi in dosto-
4Prototip podpira zahtevke le za podmnozˇico parametrov, ki jih opisuje specifikacija
(iskanje po identifikatorju ter imenu in priimku)
5Zaradi lazˇje razumljivosti so vsi zahtevki opisani kot
”
./pot/tipVira/identifikator“,
kjer je
”
./“ okrajˇsava za naslov strezˇnika
”
http://localhost“
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pni tocˇki posˇlje rezultat poizvedbe. Dostopna tocˇka zahtevek nato posreduje
aplikaciji.
V primeru, da aplikacija posˇlje GET zahtevek po viru tipa Observation
./hapi.do/Observation?patient=1, kjer je potrebno kriptiranje, je posto-
pek drugacˇen. Dostopna tocˇka zazna, da je v primeru te reference potrebno
kriptiranje, saj je v bazi shranjena v kriptirani obliki. Zato enkriptorju-
dekriptorju (ED) posˇlje GET zahtevek za kriptiranje identifikatorja
./crypto.do/Observation?encrypt=true&_id=1.
ED izvede poizvedbo in v tabeli Pacient-Kljucˇ preveri, s katerim kljucˇem
je kriptirana kartoteka pacienta 1, recimo da poizvedba vrne
”
kljucˇ1“. Nato
ED dostopa do shrambe kljucˇev in s tem kljucˇem kriptira vrednost 1, ki se
kriptira v
”
kriptirano1“. ED kriptirano vrednost formatira v JSON format
in posˇlje odgovor dostopni tocˇki.
Dostopna tocˇka s tem dobi kriptirano vrednost atributa in spremeni
zacˇetno poizvedbo, tako da nekriptiran identifikator pacienta zamenja s krip-
tiranim identifikatorjem in generira spremenjen GET zahtevek6:
./baseDstu2/Observation?_content=Patient/kriptirano1.
Dostopna tocˇka si dekriptirano verzijo reference med cˇakanjem na odziv
strezˇnika zacˇasno shrani. Nato dostopna tocˇka spremenjen zahtevek posˇlje
strezˇniku.
Strezˇnik izvede iskanje in vrne odgovor v JSON obliki. V primeru, da so
viri s to referenco najdeni, dostopna tocˇka v vseh virih zamenja kriptirano
referenco z (zacˇasno shranjeno) nekriptirano referenco in tako obdelan rezul-
tat poizvedbe vrne aplikaciji.
6Podrobnejˇsa razlaga oblike zahtevka v podpoglavju ”Implementacija kriptirane refe-
rence”
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5.2.3 Implementacija kriptirane reference
Javno dostopni HAPI strezˇnik pricˇakuje integriteto referenc. Posledicˇno ni
mogocˇe shraniti vira, ki vsebuje kriptirano referenco na pacienta, saj vre-
dnost tujega kljucˇa ne ustreza primarnemu kljucˇu vira tipa Patient. Tudi
cˇe na strezˇniku izklopimo pogoj za integriteto referenc ob shranjevanju (vir
s kriptirano referenco lahko tako uspesˇno shranimo), iskanje ne deluje, saj
strezˇnik sˇe vedno pricˇakuje, da je kriptiran identifikator pacienta tuji kljucˇ,
ki je povezan z identifikatorjem pacienta. Zato je implementirana razsˇiritev,
ki vsebuje kriptirani identifikator pacienta, ki jo strezˇnik ne zazna kot tuji
kljucˇ. Iskanje virov, ki pripadajo dolocˇenemu pacientu, zato deluje z delno
spremenjeno poizvedbo.
Namesto poizvedbe ./baseDstu2/Observation?patient=kriptirano1,
ki predpostavlja, da v bazi obstaja pacient, katerega nekriptirani identifikator
je
”
kriptirano1“, je poizvedba oblike ./baseDstu2/Observation?_content=
Patient/kriptirano1, saj iˇscˇemo po vsebini prej opisane razsˇiritve.
5.2.4 POST Zahtevki
Prototip podpira POST zahtevke, ki zahtevajo vire tipa Patient, Observa-
tion in Condition. Z njimi operirajo isti trije razredi, kot z zahtevki GET:
hapiPatient, hapiObservation in hapiCondition.
V primeru, da zˇeli uporabnik ustvariti novega pacienta, aplikacija posˇlje
POST z dodanim JSON objektom, ki vsebuje vir tipa Patient. Dostopna
tocˇka zahtevek prestrezˇe in zazna, da gre za vir tipa Patient, kjer kriptiranje
ni potrebno, zato zahtevek v nespremenjeni obliki posreduje naprej strezˇniku.
V primeru, da je bilo shranjevanje uspesˇno, od strezˇnika prejme odziv, ki
vsebuje identifikator pacienta. Nato se na ED posˇlje zahtevek, naj se paci-
entu dodeli kljucˇ. Ko se pacientu dodeli eden izmed kljucˇev, se identifikator
pacienta, ime dodeljenega kljucˇa in cˇas dodelitve kljucˇa zapiˇsejo v tabelo
pacient-kljucˇ. V primeru neuspesˇnega shranjevanja pa FHIR strezˇnik zavrzˇe
poslani zahtevek in dostopni tocˇki sporocˇi napako. Dostopna tocˇka v tem
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primeru javi napako in ne posˇlje zahtevka za dodelitev kljucˇa pacientu.
V primeru, da zˇeli uporabnik dodati nov vir, aplikacija posˇlje POST z
dodanim JSON objektom, ki vsebuje vir tipa Observation7. Ta vir vsebuje
referenco na pacienta v nekriptirani obliki.
Dostopna tocˇka prejme poslani zahtevek in zazna, da gre za tip vira, kjer
je potrebna enkripcija reference na pacienta. Zahtevek zato v nespremenjeni
obliki posreduje ED.
ED nato nad prejetim JSON objektom, ki vsebuje vir tipa Observation,
izvede kriptiranje reference na pacienta in jo shrani v obliki prej opisane
razsˇiritve, nato pa spremenjeni vir vrne dostopni tocˇki.
Dostopna tocˇka prejeti JSON objekt, ki vsebuje vir s kriptiranimi atributi,
posˇlje strezˇniku, ki ga shrani v podatkovno bazo in v obliki JSON objekta
posˇlje odziv, ki vsebuje informacijo o uspesˇnosti operacije in identifikator
pravkar dodanega vira. Dostopna tocˇka odziv posreduje aplikaciji, s tem pa
se proces dodajanja novega vira zakljucˇi.
5.3 Enkriptor-dekriptor
Enkriptor-dekriptor (ED) je poleg dostopne tocˇke druga bistvena kompo-
nenta prototipa. Pri razlagi implementacije ED bom na kratko opisal ra-
zreda, ki sprejemata GET in POST zahtevke, nato pa se bom posvetil samem
procesu enkripcije, hrambi kljucˇev in nastavitvam algoritma AES.
Za obdelavo in kriptiranje poizvedb sta bila ustvarjena dva razreda
cryptoObservation in cryptoCondition. Ko prejmeta zahtevek po en-
kripciji ali dekripciji v obliki GET ali POST zahtevka, se najprej generira in-
stanca razreda cryptoService (podrobnejˇsa razlaga sledi v naslednjem pod-
poglavju). Nato sledi inicializacija in klic funkcije encrypt() ali decrypt(),
ki izvede proces enkripcije ali dekripcije. Po zakljucˇeni enkripciji ali dekrip-
ciji se rezultat v obliki JSON objekta posˇlje posˇiljatelju zahtevka.
7Posˇiljanje POST zahtevka je razlozˇeno za vir tipa Observation, vendar enak postopek
velja za vse tipe virov, ki vsebujejo kriptirano referenco na pacienta
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5.3.1 Razred cryptoService
V namen enkripcije in dekripcije je ustvarjen razred cryptoService. Ta
razred uporablja implementacijo algoritma AES iz knjizˇnice Bouncy Castle,
ki je ena izmed najbolj pogosto uporabljanih knjizˇnic za kriptografijo v Javi
[6].
V nadaljevanju bom opisal javne funkcije razreda cryptoService, ki jih
kot del vmesnika, ki ga ponuja ta razred, uporabljajo funkcije ostalih razre-
dov: init(), encrpyt(), encryptWithNewKey(), addNewKeyToKeyStore().
Funkcija init() sluzˇi incializaciji servisa za enkripcijo. Najprej definira
Bouncy Castle kot knjizˇnico za enkripcijo, nastavi enkripcijski algoritem AES
s pravimi nastavitvami (podrobnejˇsa razlaga v poglavju Nastavitve algoritma
AES) in pridobi shrambo kljucˇev (angl. KeyStore). S tem je inicializacija
zakljucˇena, vmesnik razreda cryptoService pa pripravljen za uporabo.
Funkcija encrypt() kot argument prejme identifikator pacienta. Naj-
prej v tabeli pacient-kljucˇ izvede poizvedbo, da pridobi ime kljucˇa, s katerim
je trenutno kriptirana kartoteka tega pacienta. Nato dostopa do shrambe
kljucˇev (angl. KeyStore) in pridobi kljucˇ s tem imenom. Po uspesˇni pridobi-
tvi kljucˇa se identifikator kriptira in se ga v kriptirani obliki vrne klicatelju
te funkcije.
Funkcija encryptWithNewKey() je funkcija, ki se klicˇe pri reenkripciji.
Za razliko od funkcije encrypt(), ki kot argument sprejme le identifikator
pacienta, ta funkcija sprejme sˇe ime kljucˇa. Potem poskusˇa pridobiti kljucˇ iz
shrambe kljucˇev, nato identifikator pacienta kriptira s tem kljucˇem in kripti-
rano vrednost reference z novim kljucˇem vrne funkciji, ki izvaja reenkripcijo.
Zadnja izmed javnih funkcij tega razreda je addNewKeyToKeyStore(), ki
generira nov kljucˇ. Funkcija na zacˇetku s kriptografsko varnim psevdona-
kljucˇnim algoritmom generira nov kljucˇ dolzˇine 128, 192 ali 256 bitov. Po
generiranju se novi kljucˇ zapiˇse v shrambo kljucˇev pod imenom, ki ga ta
funkcija ob klicu prejme kot argument, nato pa se posodobljena shramba
kljucˇev shrani.
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5.3.2 Shramba kljucˇev – KeyStore
Shramba kljucˇev, Java KeyStore [28] je del paketa java.security, ki omogocˇa
varno upravljanje in hrambo kriptografskih kljucˇev in certifikatov. Vnosi v
KeyStoru so zasˇcˇiteni z geslom KeyStora, posamezen vnos v KeyStoru pa
enolicˇno dolocˇa alias. Vsak vnos v KeyStoru je sˇe dodatno zasˇcˇiten z geslom.
Tudi v prototipu te diplomske naloge je uporabljen KeyStore, ki varno
hrani kljucˇe pod njihovimi aliasi.
5.3.3 Nastavitve algoritma AES
Algoritem AES ob nastavljanju poleg dolzˇine kljucˇa zahteva sˇe dva parame-
tra: nacˇin delovanja (angl. mode of operation) in nacˇin zapolnjevanja (angl.
padding).
AES je blocˇni algoritem, kar pomeni, da je primeren le za varno krip-
tografsko transformacijo (enkripcijo ali dekripcijo) fiksne dolzˇine bitov, ki ji
pravimo blok. V primeru algoritma AES je dolzˇina bloka 128 bitov.
Nacˇin delovanja opisuje, kako vecˇkrat zaporedoma uporabiti operacijo
nad posameznim blokom, da lahko varno kriptografsko transformiramo tudi
podatke, ki so daljˇsi od enega bloka.
Za algoritem AES v vecˇini implementacij obstaja 5 glavnih nacˇinov de-
lovanja: ECB (angl. Electronic Code Book), CBC (angl. Cipher Block
Chaining), CFB (angl. Cipher FeedBack), OFB (angl. Output FeedBack) in
CTR (angl. Counter) [29].
Podrobnosti posameznih nacˇinov delovanja ne bom razlagal, utemeljil
bom le, zakaj je bil v primeru mojega prototipa izbran nacˇin ECB in navedel
glavne razlike tega nacˇina v primerjavi z ostalimi.
Vsi zgoraj opisani nacˇini delovanja, razen ECB, za vsako operacijo en-
kripcije poleg podatka, ki ga kriptirajo, zahtevajo sˇe binarno zaporedje pred-
pisane dolzˇine, ki mu pravimo inicializacijski vektor (v nadaljevanju IV). IV
mora biti neponavljajocˇ in za vecˇino nacˇinov delovanja tudi nakljucˇen. Na-
men IV je, da zagotovimo, da dobimo razlicˇne kriptirane vrednosti, tudi v
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primeru, da vecˇkrat zaporedoma neodvisno kriptiramo isti podatek z istim
kljucˇem. Pri nacˇinih delovanja, ki uporabljajo IV, kriptirana vrednost torej
ni odvisna le od podatka in kljucˇa, ampak tudi od IV [23].
Cˇe postavimo vsebino tega odstavka v kontekst te diplomske naloge vi-
dimo, da so vsi nacˇini delovanja, ki uporabljajo IV, za uporabo v tej diplomski
nalogi neprimerni. V prejˇsnjih poglavjih smo postavili zahtevo, da iskanje
po kriptiranih podatkih poteka na enak nacˇin kot iskanje po nekriptiranih
podatkih. Odlocˇili smo se tudi, da celotno kartoteko enega pacienta kripti-
ramo z istim kljucˇem. Predpogoj, da lahko izvedemo iskanje na kriptiranih
podatkih na enak nacˇin kot na nekriptiranih podatkih je, da se isti nekripti-
ran original, ki je kriptiran z istim kljucˇem, vedno preslika v enako kriptirano
sliko. V primeru algoritmov, ki uporabljajo IV, to ne drzˇi, saj isti original
zaradi razlicˇnih (nakljucˇnih) IV preslikajo v vecˇ razlicˇnih kriptiranih slik.
Slika 5.3: Enkripcija in dekripcija (Algoritem AES v ECB nacˇinu delovanja)
V splosˇnem sicer velja, da ECB zaradi pomanjkanja razprsˇenosti ni naj-
boljˇsi nacˇin za kriptiranje podatkov, saj zaradi dejstva, da se ob istem kljucˇu
isti nekriptiran original vedno slika v enako nekriptirano sliko, slabo skriva
vzorce.
Vendar pa je to eden od kompromisov med varnostjo in hitrostjo, ki ga
moramo v implementaciji sprejeti zaradi predpogoja, da ne zˇelimo spremi-
njati nacˇina poizvedb po podatkih.
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Slika 5.4: Primerjava nacˇina ECB z ostalimi nacˇini na primeru bitmap slike,
ki ima velika podrocˇja enake barve [40, 39, 41]
V primeru prototipa nacˇin delovanja ECB ni tako kriticˇen, kot se morda
zdi iz zgornje slike. Edino tveganje, ki obstaja zaradi tega nacˇina delovanja
je primer, ko bi napadalcu na podlagi vsebine nekega medicinskega podatka
uspelo povezati medicinski podatek s pacientom. S tem bi ugotovil pre-
slikavo med nekriptirano in kriptirano vrednostjo identifikatorja pacienta in
posledicˇno pridobil tudi kartoteko tega pacienta. Kartoteke ostalih pacientov
s tem ne bi bile ogrozˇene, saj nekriptiran original (nekriptiran identifikator
pacienta) in kriptirana slika (kriptiran identifikator pacienta) ne razkrivata
nicˇesar o samem kljucˇu.
5.4 Testna aplikacija
Ker je bistvo te diplomske naloge razviti sistem, ki skrbi za varnost podat-
kov neke zˇe obstojecˇe aplikacije s podrocˇja e-zdravja, ki uporablja HL7 FHIR
standard, je bila za namen te diplomske naloge razvita preprosta testna apli-
kacija, ki z generiranjem GET in POST zahtevkov simulira nekaj najpogo-
stejˇsih API klicev, ki bi jih izvajala dejanska aplikacija. Testna aplikacija
generira in posˇlje zahtevek, po prejemu odgovora pa prikazˇe odziv.
Iste funkcionalnosti, kot jih podpira testna aplikacija, lahko testiramo
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tudi direktno s posˇiljanjem veljavnih GET ali POST zahtevkov dostopni
tocˇki.
5.5 FHIR Strezˇnik
Za namen testiranja resˇitve je bil uporabljen prosto dostopen Hapi-FHIR
strezˇnik, ki je namenjen testiranju in uporablja standardiziran HL7 FHIR
API. Strezˇnik je bil v cˇasu testiranja dosegljiv na naslovu
http://hapi.fhir.org/baseDstu2.
Ta implementacija je izbrana, ker za razliko od vecˇine ostalih testnih
strezˇnikov ponuja zelo dober graficˇni vmesnik, preko tega vmesnika pa tudi
direkten dostop do virov, ki se hranijo v podatkovni bazi, kar bistveno olajˇsa
testiranje resˇitve.
Poglavje 6
Testiranje resˇitve in
demonstracija delovanja
V tem poglavju je opisano, kako lahko s testno aplikacijo posˇiljamo POST in
GET zahtevke. Sledi opis funkcionalnosti menjave kljucˇa, na koncu poglavja
pa je podana sˇe primerjava cˇasov med resˇitvijo z varnostnim modulom in
resˇitvijo brez varnostnega modula.
6.1 POST zahtevki
Testna aplikacija podpira GET in POST zahtevke za vire tipov Patient, Ob-
servation in Condition. V nadaljevanju tega poglavja bo najprej prikazano
dodajanje vira tipa Patient, nato dodajanje vira tipa Observation prej ustvar-
jenemu pacientu. Enak postopek bi bil tudi v primeru dodajanja vira tipa
Condition.
6.1.1 Dodajanje vira tipa Patient
Nov vir tipa Patient lahko ustvarimo preko testne aplikacije, s klicem funk-
cije addPatient() ali s posˇiljanjem POST zahtevka, ki ima v telesu dodan
veljavni FHIR JSON objekt na naslov dostopne tocˇke ./hapi.do/Patient.
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Cˇe klicˇemo funkcijo addPatient(), ki ustvari JSON objekt in ga posˇlje
na dostopno tocˇko, v testni aplikaciji dobimo odgovor:
{
"resourceType": "Bundle",
"id": "b2f5f087-ef18-4433-8e7a-66825ae23dcc",
"type": "transaction-response",
"link": [
{
"relation": "self",
"url": "http://hapi.fhir.org/baseDstu2"
}
],
"entry": [
{
"response": {
"status": "201 Created",
"location": "Patient/12515/_history/1",
"etag": "1",
"lastModified": "2018-08-11T12:15:44.332+00:00"
}
}
]
}
Odgovor z izhodnim statusom
”
201 Created“ potrdi uspesˇno dodajanje no-
vega vira. Enolicˇni identifikator pacienta je
”
Patient/12515“.
6.1.2 Dodajanje vira tipa Observation
V tem koraku bomo testnemu pacientu, ki smo ga ustvarili v prejˇsnjem ko-
raku in ima identifikator
”
Patient/12515“, dodali vir tipa Observation.
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Vir tipa Observation lahko pacientu dodamo preko testne aplikacije s kli-
cem funkcije getObservationToPatient(). Kot argument funkciji podamo
nekriptirani identifikator pacienta. Testna aplikacija ustvari JSON objekt
z nekriptirano referenco na pacienta in ga posˇlje dostopni tocˇki na naslov
./hapi.do/Observation.
Aplikacija podobno kot v prejˇsnjem primeru prikazˇe odziv strezˇnika v
obliki JSON objekta:
{
"resourceType": "Bundle",
"id": "6371097e-5fd7-4cd0-9722-14a36e4cd5e3",
"type": "transaction-response",
"link": [
{
"relation": "self",
"url": "http://hapi.fhir.org/baseDstu2"
}
],
"entry": [
{
"response": {
"status": "201 Created",
"location": "Observation/12517/_history/1",
"etag": "1",
"lastModified": "2018-08-11T12:29:23.766+00:00"
}
}
]
}
Izhodni status je bil
”
201 Created“, torej je bilo dodajanje vira uspesˇno.
Enolicˇni identifikator vira tipa Observation je
”
Observation/12517“.
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Cˇe direktno na FHIR strezˇniku preverimo, kako je ta vir shranjen vidimo,
da se v podatkovno bazo shrani kot:
...
"entry": [
{
"fullUrl": "http://hapi.fhir.org/baseDstu2/Observation/12517",
"resource": {
"resourceType": "Observation",
"id": "12517",
"meta": {
"versionId": "1",
"lastUpdated": "2018-08-11T12:29:23.766+00:00"
},
"extension": [
{
"id": "encryptedReference",
"url": null,
"valueString": "Patient/9MwcCeb9By4CgF7nPIGzKQ=="
}
],
...
}
V delu
”
extension“ vidimo, da je bila razsˇiritev s kriptirano referenco
uspesˇno ustvarjena in da je pacient
”
Patient/12515“ v podatkovni bazi de-
jansko shranjen kot
”
Patient/9MwcCeb9By4CgF7nPIGzKQ==“, kar je krip-
tirana vrednost te reference.
S tem lahko potrdimo, da shranjevanje virov s kriptiranimi referencami
na prototipu deluje na nacˇin, kot je bilo opisano v poglavjih Arhitektura in
Implementacija.
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6.2 GET zahtevki
V prejˇsnjem podpoglavju smo ustvarili vir tipa Patient, z identifikatorjem
”
Patient/12515“ in mu dodali vir tipa Observation. V viru tipa Observation
se je referenca na pacienta shranila v kriptirani obliki.
6.2.1 Iskanje vira tipa Observation
V tem razdelku bomo iskali vir tipa Observation, ki pripada pacientu z
identifikatorjem
”
Patient/12515“. Iskanje lahko izvedemo s klicem funkcije
getAllObservationForPatient(), ki ji kot argument podamo nekriptiran
identifikator pacienta ali preko GET zahtevka, ki ga posˇljemo dostopni tocˇki
na naslov ./hapi.do/Observation?patient=12515/.
Od dostopne tocˇke prejmemo naslednji odgovor:
"entry": [
{
"fullUrl": "http://hapi.fhir.org/baseDstu2/Observation/12517",
"resource": {
"resourceType": "Observation",
"id": "12517",
"meta": {
"versionId": "1",
"lastUpdated": "2018-08-11T12:29:23.766+00:00"
},
"extension": [
{
"id": "encryptedReference",
"url": null,
"valueString": "Patient/12515"
}
], ...
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Vir z identifikatorjem
”
Observation/12517“, ki smo ga ustvarili v prejˇsnih
korakih, je bil uspesˇno najden. Prav tako je vrednost reference v aplikaciji
prikazana kot
”
Patient/12515“, cˇeprav je v bazi dejansko shranjena kot
”
Pa-
tient/9MwcCeb9By4CgF7nPIGzKQ==“.
S tem lahko potrdimo, da tudi iskanje virov, ki hranijo kriptirano refe-
renco na pacienta deluje na nacˇin, opisan v poglavjih Arhitektura in Imple-
mentacija.
6.3 Menjava kljucˇev
Menjava kljucˇev je administratorska funkcija, zato ni dostopna preko testne
aplikacije.
V prototipu je menjava kljucˇa dostopna kot API zahtevek direktno na ED.
Nov kljucˇ lahko generiramo z GET zahtevkom direktno na ED, ki je oblike
crypto.do/GenerateNewKey?keyAlias=imeKljuca. Recimo, da posˇljemo
zahtevek z vrednostjo parametra
”
keyAlias=key2“.
ED generira nov kljucˇ in ga shrani v shrambo kljucˇev. Nato zˇelimo z
novim kljucˇem reenkriptirati kartoteko pacienta, ki smo ga ustvarili v prvem
koraku z zahtevkom ./crypto.do/ChangeKey?_id=12515&keyAlias=key2.
Cˇe direktno na testnem strezˇniku preverimo, kako je v podatkovni bazi
shranjen vir
”
Observation/12517“:
{
...
"entry": [
{
"fullUrl": "http://hapi.fhir.org/baseDstu2/Observation/12517",
"resource": {
"resourceType": "Observation",
"id": "12517",
"meta": {
"versionId": "2",
Diplomska naloga 57
"lastUpdated": "2018-08-11T13:48:05.557+00:00"
},
"extension": [
{
"id": "encryptedReference",
"url": null,
"valueString": "Patient/ACfmEkq7vtgohowkyvntVw=="
}
],
...
}
Referenca na pacienta je po uspesˇni reenkripciji shranjena kot
”
Pati-
ent/ACfmEkq7vtgohowkyvntVw==“ (vrednost kriptirane reference pred re-
enkripcijo je bila
”
Patient/9MwcCeb9By4CgF7nPIGzKQ==“), zato lahko
zakljucˇimo, da je tudi reenkripcija implementirana na nacˇin, ki je bil opisan
v prejˇsnjih poglavjih in da vsi sklopi funkcionalnosti, ki smo jih predvideli v
poglavjih Arhitektura in Implementacija, delujejo.
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6.4 Primerjava cˇasov
V tem podpoglavju se bomo posvetili primerjavi cˇasov izvajanja poizvedb
med aplikacijo z varnostnim modulom, opisanim v tej diplomski nalogi in
aplikacijo brez tega modula in analizirali razliko med njima.
Slika 6.1: Shema GET zahtevka z mesti meritve cˇasa
V primeru GET zahtevka, ki je opisan v nadaljevanju, smo poizvedovali
po viru tipa Observation, ki ima kriptirano referenco na pacienta, ki je bil za
potrebe testiranja ustvarjen na zacˇetku tega poglavja.
Aplikacija posˇlje poizvedbo z nekriptiranim identifikatorjem pacienta do-
stopni tocˇki, dostopna tocˇka posˇlje zahtevek za enkripcijo ED. Ko dostopna
tocˇka prejme odgovor, spremeni poizvedbo in zamenja nekriptirani identifi-
kator s kriptiranim. Nato posˇlje zahtevek FHIR strezˇniku, ki vrne rezultat
s kriptirano referenco, dostopna tocˇka ga obdela in vrne rezultat aplikaciji v
dekriptirani obliki.
Za meritev cˇasa je bilo izbranih 5 merilnih mest:
• A: Cˇas izvajanja celotnega zahtevka – cˇas, ki pretecˇe od trenutka, ko
aplikacija posˇlje dostopni tocˇki GET zahtevek, do trenutka, ko prejme
odgovor.
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• B: Cˇas cˇakanja na kriptirano referenco – cˇas, ki pretecˇe od trenutka, ko
dostopna tocˇka posˇlje ED zahtevek za enkripcijo reference, do trenutka,
ko prejme rezultat. B je vsota merilnih mest B1 in B2.
• B1: Cˇas obdelave zahtevka – cˇas, ki ga dostopna tocˇka in ED potrebu-
jeta za obdelavo zahtevkov z izkljucˇenim cˇasom enkripcije (B2).
• B2: Cˇas enkripcije – cˇas, ki ga ED potrebuje za poizvedbo za ime
kljucˇa, dostop do shrambe kljucˇev in proces enkripcije.
• C: Cˇas izvajanja poizvedbe na HAPI strezˇniku – cˇas, ki pretecˇe od
trenutka, ko dostopna tocˇka posˇlje poizvedbo s kriptirano referenco, do
trenutka, ko prejme odgovor.
#\Mesto meritve A B B1 B2 C
1 249 85 51 34 162
2 250 85 52 33 163
3 248 85 51 34 160
4 248 84 51 33 161
5 248 84 50 34 161
6 249 85 51 34 162
7 273 88 51 37 182
8 250 86 51 35 161
9 251 86 52 34 162
10 254 89 54 35 162
Povprecˇje 252 85.7 51.4 34.3 163.6
Tabela 6.1: Meritev cˇasa izvajanja poizvedb, 10 meritev (v ms)
V stolpcu A je meritev cˇasa izvajanja poizvedbe ob uporabi varnostnega
modula, v stolpcu C pa cˇas izvajanja poizvedbe na HAPI strezˇniku. Cˇasi v
stolpcu C so enaki, kot bi bili v primeru aplikacije brez varnostnega modula,
saj so odvisni le od cˇasa, ki pretecˇe med tem, ko aplikacija posˇlje zahtevek
na FHIR strezˇnik do trenutka, ko prejme rezultat.
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Cˇe primerjamo povprecˇen rezultat ob uporabi varnostnega modula (stol-
pec A) s povprecˇnim rezultatom brez uporabe varnostnega modula (stolpec
C) ugotovimo, da je cˇas izvajanja zahtevka ob uporabi varnostnega modula
58,6% daljˇsi. Od tega vecˇji del (60,0%) odpade na sam proces enkripcije
(stolpec B1), manjˇsi del (40,0%) pa na obdelavo zahtevkov, spremembo poi-
zvedbe in obdelavo rezultatov (stolpec B2).
Cˇe na razliko gledamo s staliˇscˇa uporabnika v kontekstu celotne aplikacije,
vidimo, da upocˇasnitev ob uporabi varnostnega modula ni velika. Absolutno
gledano varnostni modul povecˇa celoten cˇas izvajanja zahtevka za povprecˇno
85 ms (stolpec B), kar za koncˇnega uporabnika, ki aplikacijo uporablja inte-
raktivno, ni opazno.
Poleg tega bi lahko skupni rezultat z uporabo varnostnega modula (stol-
pec A) sˇe izboljˇsali. Vecˇji del skupnega cˇasa odpade na cˇakanje odziva s
strani Hapi-FHIR strezˇnika (stolpec C). V primeru zgornjih meritev se je
uporabljal javno dostopen testni strezˇnik, ki je geografsko precej oddaljen
(v cˇasu testiranja je bil strezˇnik lociran v kraju Mountain View, Kalifornija,
ZDA). Posledica geografske oddaljenosti je precej velika zakasnitev, saj je
strezˇnik na ping zahtevek odgovarjal relativno dolgih 140 ms1. Zakasnitev
poslednicˇno vpliva tudi na cˇas izvajanja zahtevkov, ki bi se ga dalo v primeru
uporabe geografsko blizˇjega strezˇnika bistveno zmanjˇsati.
Poleg tega bi se dalo nekaj cˇasa prihraniti sˇe na samem cˇasu enkripcije.
Cˇeprav je knjizˇnica Bouncy Castle [6], ki je bila za enkripcijo uporabljena v
primeru te diplomske naloge v praksi precej priljubljena, ne podpira AES-NI
nabora ukazov, posledicˇno pa ne izkoriˇscˇa strojnega pospesˇevanja enkripcije.
Ob uporabi knjizˇnice, ki podpira strojno pospesˇevanje enkripcije, bi bili cˇasi
enkripcije nedvomno krajˇsi [25].
V diplomski nalogi so bili uporabljeni 256-bitni kljucˇi. Z uporabo krajˇsih
kljucˇev bi, sicer za ceno manjˇse varnosti, lahko pridobili sˇe nekaj dodatnih
milisekund.
1V primeru ping zahtevka na strezˇnik www.arnes.si, ki je lociran v Ljubljani, je bil
povprecˇen cˇas ping zahtevka 10 ms
Poglavje 7
Sklepne ugotovitve
Izbrani arhitekturni pristop se je izkazal za primernega, kar je bilo prikazano
s prototipom. Na osnovi arhitekture mikrostoritev je razvita hitra in prilago-
dljiva resˇitev problema. Prototip omogocˇa shranjevanje klinicˇnih podatkov,
simetricˇno enkripcijo obcˇutljivih atributov in dostop do podatkov. Celotna
resˇitev je razvita skladno s standardom HL7 FHIR, ki je trenutno eden od
najbolj pogosto uporabljanih standardov na podrocˇju e-zdravstva. Prototip
dobro deluje, pri razvoju pa so bile uposˇtevane vse zahteve, zastavljene v
okviru te diplomske naloge. Primernost arhitekturnega pristopa lahko potr-
dimo tudi na podlagi rezultatov meritev.
Zasnova varnostnega modula omogocˇa enostavno vkljucˇitev v resˇitev s
podrocˇja e-zdravstva, saj ponuja standardiziran HL7 FHIR API vmesnik,
ki skriva kompleksnost resˇitve v ozadju in s staliˇscˇa aplikacije ne zahteva
prakticˇno nobenih sprememb.
Tudi rezultati meritev cˇasa so vzpodbudni. Z vidika koncˇnega uporabnika
varnostni modul ne prinasˇa bistvene upocˇasnitve delovanja sistema. Poleg
tega bi lahko v primeru prakticˇne uporabe tega modula brez vecˇjih posegov
v implementacijo izboljˇsali komponente, ki trenutno predstavljajo najvecˇja
ozka grla.
Glede na rezultate ima izdelani varnostni modul potencial za nadaljnjo
uporabo in vkljucˇitev v aplikacijo s podrocˇja e-zdravstva.
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