


































































































































































































A mis padres, todo  lo que soy y todo  lo que pueda  llegar a ser se  lo debo a ellos. Gracias 









A  mis  dos  vecinos  de  Godbyvägen,  Nacho  y  Juan,  que  hicieron  de  mi  estancia  en 
Mariehamn una de la experiencias más bonitas de toda mi vida, estoy seguro que con ellos dos 
un Erasmus en Valdemoro hubiera sido también  inolvidable  (pero con menos vackra  flickor). 
Gracias por vuestra amistad. 
 
A  todas aquellas personas que he conocido a  lo  largo de mis cinco años en  la Carlos  III. 
Gracias Rubén por toda tu ayuda, sin ésta seguramente todavía estaría cursando ADA, gracias 










A  todos  los  trabajadores de  la Universidad: profesores,  conserjes, becarios,  camareras… 
que  han  hecho  y  hacen  posible  que  infinidad  de  jóvenes  disfrutemos  de  una  de  las 
experiencias más enriquecedoras e influyentes de nuestra vida. 
 
Muy especialmente a  los que hicieron de  la Carlos  III una universidad tan exigente y con 
normas tan severas…gracias de verdad. 
 











Siglo XXI. Hoy en día es  imposible  imaginarse el mundo sin tecnología,   está presente en 
nuestras  vidas  e  interactuamos  con  ella  continuamente  tanto  personal  como 
profesionalmente.    No  podemos  imaginarnos  el  día  a  día  sin  coches,  teléfonos  móviles  o 
internet,  estamos  deseando  terminar  la  jornada  laboral  para  poder  disfrutar    de  un  buen 
partido de nuestra selección en la televisión, mientras nos tomamos unas cervezas que se han 
mantenido frías gracias a nuestro frigorífico. La tecnología hace nuestra vida más fácil y es  la 
herramienta  que  nos  posibilita  encontrar  solución  a  problemas  complejos  o  plantearnos 
nuevos  retos  a  solucionar  que  nos  permitan  avanzar  y  mejorar.  Física,  química,  mecánica, 




La  informática  es  una  de  las  áreas  de  conocimiento  que  mayor  crecimiento  e 
importancia  ha  tenido  durante  los  últimos  años.  Es  indispensable  para muchas  otras  áreas 




Pero  la  informática  sigue  siendo  un  área  de  conocimiento  enorme  formada  por  la 
unión de un gran número de disciplinas de entre las que de nuevo,  me gustaría destacar una: 
la  ingeniería  de  software.  Copiando  la  definición  de  ingeniería  de  software  de  cualquier 
diccionario tenemos que:  “Ingeniería de software es  la disciplina o área de  la informática que 
ofrece métodos  y  técnicas para desarrollar  y mantener software de  calidad.” Y es dentro de 
esta disciplina donde se encuadra el concepto más importante y en torno al que gira todo este 
proyecto:  la  reutilización  del  conocimiento.  La  información  es  el  activo más  importante de 




de  nuevas  aplicaciones  ya  que  podemos  aprovechar  desarrollos  ya  existentes  para  la 
generación de nuevos programas y aprovechar desarrollos ya existentes significa mejorar en 


















departamento  es  el de  la  creación de  indexadores de  conocimiento.  Estos  indexadores  son 
parte  de  programas  encargados  de  rastrear  la  web  en  busca  de  posible  información 
susceptible de ser indexada. Básicamente un indexador extrae datos de un determinado medio 
y transforma estos datos en información que nos permita realizar la reutilización. El medio del 
que  extraer  la  información  puede  ser  muy  variado:  código,  documentos  de  especificación, 




Como  se  ha  indicado  anteriormente  un  indexador  puede  obtener  información  de 
diferentes  medios,  pero  si  se  busca  la  máxima  eficiencia  desde  el  punto  de  vista  de  la 




Dentro  de  este  grupo  de  tecnologías  de  gran  expansión  dentro  del  mundo  de  la 
informática, y más concretamente dentro del desarrollo software, encontramos el entorno de 
desarrollo de Microsoft  .Net. Microsoft  .Net  son un  conjunto de  tecnologías que  facilitan  la 





















0 al equipamiento  lógico o  soporte  lógico de una computadora digital; comprende el 







 nUML: Tecnología que da  soporte  al metamodelo de UML 2.0  (UML  Superstructure 




de redes,  con  independencia  de  plataforma  de hardware y  que  permita  un  rápido 
desarrollo de aplicaciones. 
 
 C  Shar  (C#):  Es  un lenguaje  de  programación orientado  a  objetos desarrollado  y 
estandarizado  por  Microsoft como  parte  de  su  plataforma .NET,  que  después  fue 
aprobado como un estándar por la ECMA e ISO. 
 
 Microsoft   Visual  Studio:  Microsoft Visual  Studio es  un entorno  de  desarrollo 
integrado (IDE,  por  sus  siglas  en  inglés)  para  sistemas  operativos Windows.  Soporta 
varios  lenguajes  de  programación  tales  como Visual  C++, Visual  C#,  Visual 










 API: Grupo  de  rutinas (conformando  una interfaz)  que  provee  un sistema  operativo, 
una aplicación o  una  biblioteca,  que  definen cómo invocar desde un programa un 
servicio que éstos prestan 
 DLL: Es  la  implementación  de Microsoft del concepto de  bibliotecas  (librerías) 
compartidas en sistemas Windows y OS/2.  
 
 Pre‐modelo:  Soporte  de  información  intermedia  utilizada  por  la  aplicación  para 
almacenar  la  información obtenida de  los ficheros .cs analizados. Serán utilizados por 
la librería nUML para transformar esa información en el correspondiente modelo UML. 
 












En  este  apartado  se  listarán  todas  aquellas  tecnologías  relacionada  con  el  proyecto.  Se 


















plataforma Windows en una gran  variedad de  lenguajes. Todos ellos generan al  ser 


























El framework de .Net nació alrededor del año 2000 con lo que ha ido evolucionando a lo 
largo de todo este tiempo hasta hoy. La evolución de las diferentes versiones de .Net así como 
su relación con las diferentes plataformas tecnológicas y versiones de Visual Studio se puede 
observar en la siguiente tabla: 
 
























 Es  el  objetivo  de  análisis  de  la  aplicación,  ya  que  son  soluciones  creadas  bajo  el 





Es  un  entorno  de  desarrollo  integrado  (IDE)  para  sistemas  operativos  Windows,  que 
soporta varios de  los  lenguajes que  se han enumerado en el apartado anterior  como Visual 
C++, Visual C#, ASP o visual Basic. 
 
Visual  Studio  permite  crear  tanto  aplicaciones  de  escritorio  para  Windows  como 
aplicaciones o servicios web.  
 



































 Sencillez:  C#  elimina  muchos  elementos  que  otros  lenguajes  incluyen  y  que  son 
innecesarios en .NET. 
 Autocontenido:  No  necesita  de  ficheros  adicionales  al  propio  fuente  tales  como 
ficheros de cabecera o ficheros IDL 
 Tamaño  de  datos  fijo:  Independientemente  del  compilador,  sistema  operativo  o 
máquina para quienes se compile. 
 Orientación   a objetos: C# soporta todas  las características propias del paradigma de 
programación orientada a objetos: encapsulación, herencia y polimorfismo.  
 Gestión automática de memoria: Como ya se comento, todo lenguaje de .Net tiene a 















 Compatible: Para  facilitar  la migración de programadores, C# no  sólo mantiene una 
sintaxis muy similar a C, C++  o Java que permite incluir directamente en código escrito 
en C# fragmentos de código escrito en estos lenguajes, sino que el CLR también ofrece 



















que  permite  recuperar  los  sin  tener  que  leer  el  resto,  aumentando  el  rendimiento.  Sin 
embargo esta  independencia de  ficheros provoca  también que  la  ratio  compresión  sea más 














  Dado  que  la  entrada  a  del  sistema  son  ficheros  con  extensión  .zip  la  aplicación  ha 







Se utiliza para  entender, diseñar,  configurar, mantener  y  controlar  la  información  sobre  los 







En  1997 UML  1.1  fue  aprobada por  la OMG  convirtiéndose  en  la notación  estándar de 
facto para el análisis y el diseño orientado a objetos. 
 






















 Diagramas  de  Interacción:  Con  un  cometido  similar  a  los  de  comportamiento 










El objetivo  final  del  sistema  es  el  de  generar  un  salida  que  permita  recoger  toda  la 
información indexada. Esta salida debe estar representada usando un estándar de manera que 
se  permita  homogeneizar  la  información  que  los  diferentes  indexadores  serán  capaces  de 
obtener.  El  lenguaje  de modelado  unificado, UML,  es  el  estándar  elegido  y  por  lo  tanto  la 




 Obtener  de  forma  automática  utilizando  una  gran  variedad  de  herramientas  de 
modelado visual, el modelo UML contenido en el fichero “xmi”. 












La  librería  nUML  es  la  herramienta  que  permite  generar  el  fichero  “xmi”  con  toda  la 
información que el sistema ha sido capaz de indexar. Es por tanto una parte fundamental y de 














































2. Indexadores  del  Conocimiento:  Subsistemas  que  permiten  analizar  la  información 




3. Procesador:  Una  vez  indexada  la  información  es  necesario  transformarla  en  un 




4. Repositorio: Base de datos donde se almacena  todo el conocimiento  indexado  tras 






























Se  realizo  una  búsqueda  por  la  red  de  librerías  que  cumplieran  con  estos  requisitos 
decidiéndonos finalmente por el uso de la biblioteca IONIC.ZIP por dos razones:  
 



















































Para  la  resolver este problema se ha utilizado de nuevo  las  librerías EnvDTE y EnvDTE80 
que  permiten  el  acceso  a  los  elementos  contenidos  dentro  de  una  solución  de  tipo  C#,  de 










Generar,  con  toda  la  información  recogida  de  los  ficheros  “cs”,  un  fichero  “xmi”  que 










































 Análisis:  Primera  fase  del  desarrollo,  en  este  punto  se  extraen  y  estudian  las 
necesidades  y  los  requerimientos  del  usuario  para  poder  poner  en  claro  lo  que  se 
quiere. 
 




 Implementación:  Una  vez  creado  el  sistema  en  esta  fase  se  debe  llevar  a  cabo  la 
creación  del  sistema  funcional,  codificándolo  como  se  ha  sugerido  en  el  anterior 
punto.  En  este  punto  se  deben  realizar  determinadas  pruebas,  en  concreto  las 
unitarias,  en  otros  puntos  de  este  documento  se  describe  en  qué  consisten  estas 
pruebas. 
 
 Pruebas:  Una  vez  que  está  codificada  la  solución  se  debe  validar  que  dicha 




























sido  por  lo  tanto  Visual  Studio  2008  la  versión  utilizada.  En  el  comienzo  del  proyecto  se 
























Herramienta  utilizada  para  la  planificación  de  tiempos  de  proyectos,  creada  para  ser 
utilizada en sistemas Windows. 
 
Se  ha  utilizado  dentro  de  este  proyecto  para  la  generación  del  diagrama  de Gantt  que 






fase  final de desarrollo. Aunque el sistema operativo no  influye de manera  importante en el 
desarrollo o ejecución del  sistema, ya que estando  implementado con  .net es  la versión del 
framework lo realmente importante, no hay que olvidar que la aplicación accede e interactúa 
con él ya que  tiene que  leer un  fichero alojado  localmente en  la máquina host y escribir  los 










el análisis y diseño de  la aplicación y por ende se explica en detalle el  funcionamiento de  la 
misma.  
 
















  Tal  y  como  ya  se ha  explicado  anteriormente  esta  aplicación no  es un  componente 
independiente,  sino que es parte de un  sistema mucho mayor  y más  complejo que ha  sido 
desarrollado  por  el  departamento  de  informática    de  la  universidad  Carlos  III  y  más 
concretamente por el grupo   de  “Knowledge Reuse”. Así pues el entorno operacional de  la 
aplicación está ligado en parte al entorno operacional del sistema matriz. 
 
  Aún así, y centrándonos únicamente en el  indexador, existen una serie de  requisitos 
que  el  entorno  operacional  debe  cumplir  para  asegurar  el  correcto  funcionamiento  de  la 
misma. 
 
 Ejecutarse  sobre  Windows:  El  sistema  operativo  sobre  el  que  se  debe  ejecutar  la 
aplicación es Windows. Se han  realizado pruebas con Windows XP, Windows Vista y 
Windows 7 siendo el funcionamiento totalmente satisfactorio. 
 Tener  instalado  Visual  Studio  2008:  Es  necesario  tener  instalada  en  la máquina  la 
versión  2008  de  Visual  Studio  para  poder  abrir  la  solución  que  se  desea  indexar  y 
analizarla. 
 Tener  instalado el framework 3.5: Es necesario  instalar el framework 3.5 para poder 
utilizar  la  biblioteca  EnvDTE  y  EnvDTE80.  No  obstante  con  la  instalación  de  Visual 




Estos  son  los  tres  requisitos  que  el  entorno  debe  cumplir  para  poder  ejecutar  el 
componente. Destacar que no se ha enumerado como condición  la  instalación previa de 
ningún  tipo  de  programa  descompresor  de  archivos  .zip  ya  que  se  utiliza  una  librería 










































































visible. Una vez abierta  la  solución utilizamos  la biblioteca COM EnvDTE y EnvDTE80 
para poder  identificar  los elementos de  código presentes en  la  solución. Al  final de 




Abris Solución en VS Modo oculto
Analizar Solucion usando EnvDTE

















partiendo  del  pre‐modelo  generado  en  la  fase  anterior,  usamos  la  biblioteca  nUML 







































Objetivo  Analizar  e  identificar  los  elementos de  código  recogidos dentro de 
soluciones C# y generar un modelo UML 
Precondiciones   Debe existir un fichero .zip con la soluciones. 






2. Analizar  fichero  .zip  identificando  la  existencia  de  soluciones 
válidas 
3. Descomprimir fichero .zip 
4. Analizar e  identificar  los elementos de  código de  cada  solución 
generando un pre‐modelo. 










  A continuación se enumeran  los requisitos de usuario asociados a  la aplicación. Cada 
requisito representa “una condición o una funcionalidad exigidas por el usuario para resolver 
un  problema  o  para  conseguir  un  objetivo”,  por  lo  que  según  esta  definición,  es  posible 





























Descripción  La  aplicación  recibirá  como  fichero  de  entrada  un  fichero  comprimido 
con extensión .zip que contendrá las soluciones a analizar.  







Descripción  La  aplicación utilizará Visual  Studio para  leer  las  soluciones escritas  en 
lenguaje C# encontradas en el fichero .zip.  



















Descripción  El  objetivo  final  de  la  aplicación  es  generar  un  modelo  UML  con  la 
información indexada. 







Descripción  Si  en  el  fichero  .zip  de  entrada  existen  varias  soluciones  se  deberán 
analizar todas y cada una de ellas de forma independiente.   





















Descripción  La  dll  que  resulte  tiene  que  implementar  la  interfaz  nUML.  Transform 
proporcionado por el departamento. 



































Una  vez  identificados  todos  los  requisitos  de  usuario  de  la  aplicación  es  posible 
enumerar los requisitos software que están reflejados en ellos. Los requisitos software nos dan 





cada  requisito, que mide en qué grado  resulta posible  comprobar  si  se está  cumpliendo un 
requisito una vez implementado en el sistema. 
 
































Descripción  Antes  de  realizar  la  descompresión  se  debe  comprobar  que  existen 
soluciones  válidas.  Si  no  es  así  no  se  realiza  la  descompresión  y  la 
ejecución del la aplicación se da por finalizada. 
Necesidad  Esencial Opcional Conveniente   







Descripción  Si  existen  varias  soluciones  cada  una  se  analizara  de  forma 
independiente. 
Necesidad  Esencial Opcional Conveniente   



























Descripción  No  existirán  simultáneamente  varias  instancias  de  Visual  Studio  2008 
ejecutándose  al mismo  tiempo.  Solo  se  creará  una  instancia  de  Visual 
Studio 2008 sobre la que se irán cargando las soluciones. 
Necesidad  Esencial Opcional Conveniente   







































































































Descripción  Por  cada  clase  se  tiene  que  obtener  todas  las  generalizaciones  que 
existan. 
Necesidad  Esencial Opcional Conveniente   


















































































Descripción  Con  toda  la  información  especificada  en  los  requisitos:  RSF09,  RSF10,  
RSF11,   RSF12,   RSF13,   RSF14,   RSF15,   RSF16,   RSF17,   RSF18,   RSF19,  
RSF20,  RSF21 y  RSF22 se debe generar un modelo UML que la recoja. 
Necesidad  Esencial Opcional Conveniente   








Descripción  Se generarán  tantos modelos UML de  salida como  soluciones  se hayan 
analizado 
Necesidad  Esencial Opcional Conveniente   











































































































RSF-01 ●          
RSF-02 ●          
RSF-03 ●          
RSF-04     ●      
RSF-05  ●   ●      
RSF-06  ●   ●      
RSF-07  ●         
RSF-08  ●         
RSF-09   ●        
RSF-10   ●        
RSF-11   ●        
RSF-12   ●        
RSF-13   ●        
RSF-14   ●        
RSF-15   ●        
RSF-16   ●        
RSF-17   ●        
RSF-18   ●        
RSF-19   ●        
RSF-20   ●        
RSF-21   ●        
RSF-22   ●        
RSF-23    ●       
RSF-24      ●     
RSN-01       ●    
RSN-02        ●   
RSN-03         ●  
RSN-04         ●  








  Hasta  el  momento  se  ha  realizado  el  análisis  de  la  aplicación,  se  ha  comenzado 
introduciendo  los casos de uso y escenarios básicos del sistema como punto de partida para 





interna  que  permite  a  la  aplicación  dar  la  funcionalidad  deseada.  Primero  se  mostrará  el 





























 Otros  Indexadores.    Debido  al  diseño    de  la  aplicación  superior,  este  permite  la 
integración  de  nuevos  Indexadores  de  manera  que  se  pueda  indexar  la  mayor 





 Repositorios:  Es  también  parte  de  la  aplicación  matriz  en  la  que  se  encuentra 





En  este  apartado  se  describirá  con  detalle  la  arquitectura  interna  del  sistema,  es  decir 










  De  manera  muy  general  se  pueden  identificar  cuatro  grandes  bloques  de  diseño 



















En  la anterior  figura se pueden  identificar  las cuatro  fases principales de ejecución de  la 
aplicación que van   asociadas con  los cuatro principales bloques de diseño que se ha  tenido 
que abordar durante  la realización del sistema. Si bien toda  la aplicación ha sido desarrollada 






























Comprobar tipo de archivo pasado como orígen
Comprobar Extensión

























Comprueba si existen Soluciones .NET en el objeto ZIPFile
Extrae los archivos a una ruta
  
 
Este diagrama esta  realizado para el caso en que el  indexador encuentre soluciones  .ZIP 
dentro  del  fichero  comprimido  en  caso  contrario,  es  decir  el  archivo  .ZIP  que  se  pasa  no 











Una vez descomprimido el  fichero  .zip es posible comenzar a manipular  los  ficheros  .sln 
asociados a la solución. Para poder acceder a toda la información que la solución contiene  es 
necesario crear una  instancia de Visual Studio y abrir en ella  las soluciones encontradas. Una 
vez abierta  las  soluciones en  la  instancia de Visual Studio es posible empezar  la  indexación. 



















y  de  forma  totalmente  trasparente  al  usuario  una  instancia  de  Visual  Studio,  de 
manera  que  desde  el  sistema  tengamos  acceso  a  esta  instancia  y  sea  posible 
manipularla con total libertad.  
2. Carga  de  la  solución:  Una  vez  creada  la  instancia  de  Visual  Studio  tiene  que  ser 






En  los  siguientes  apartados  se  explicará  con  más  detalle  estas  fases,  comentando  el 














De entre  todos  los métodos que  la clase ofrece se ha utilizado createInstance(Type), 
donde  type  indica  el  tipo  de  objeto  que  queremos  crear,  que  en  este  caso  es 
“Visual.Studio.DTE.9.0”.   El método devolverá una  referencia al objeto  creado para que  sea 




De  esta  manera  se  ha  creado  una  instancia  de  Visual  Studio  sobre  la  que  abrir  la 
solución y además es posible acceder a ella para configurarla  según el criterio deseado. Por 
último  solo  es  necesario  modificar  dos  propiedades  del  objeto  DTE2  para  asegurar  que  la 






la  interfaz  de  usuario  durante  la  ejecución  de  código  de  automatización  de  Visual 
Studio. En este caso asignaremos el valor true para que la interfaz no se muestre. 


























sus  recursos.  Hasta  ahora  se  ha  conseguido  cargar  la  solución  y  todos  los  proyectos  que 
contenga en la instancia de Visual Studio, sin embargo todavía no se tiene acceso a los ficheros 
































ficheros  de  código  han  sido  cargados  correctamente  se  puede  comenzar  a  obtener  la 
información que contiene.  Para ello es necesario que, de entre todos los ficheros que han sido 




información  recibiendo como parámetro  la  referencia a  la  instancia de Visual Studio creada. 














































Todavía  es  necesario  profundizar  más  para  poder  tener  acceso  a  toda  la  información 







De entre  todas  las propiedades de esta  clase  solo es  relevante una:  FileCodeModel. 
Esta clase representa el código contenido dentro de un documento de código y es por lo tanto 
esta  clase,  la  que  contiene  toda  la  información  que  la  aplicación  debe  indexar.  Toda  esta 











De  esta  forma  a  partir  de  los  CodeElements  podemos  comenzar  el  proceso  de 
indexación del documento.  Este proceso  consistirá en  la  identificación de  los CodeElements 










válida  y  que  por  lo  tanto  serán  utilizados  para  generar  el  modelo  UML.  Nada  que  no  sea 
identificado  en  esta  fase  será  transformado  usando  nUML  y  por  lo  tanto  una  análisis 
ineficiente  provocará  que  se  genere  un  fichero  “xmi”  que  no  describa  correctamente  el 
modelo UML asociado a la solución. 
 
Tras  la  identificación de estos elementos se generará un pre‐modelo  intermedio que 
permitirá almacenar toda  la  información  indexada y que será el punto de entrada al proceso 
de conversión hacia el modelo UML. 
 




Una  vez  llegado hasta  los CodeElement,  los mínimos elementos de  información que 
somos capaces de analizar, es posible comenzar con el proceso de indexación. El hecho de que 
se  esté  trabajando  ya  con  elementos  de  un  nivel  tan  bajo  de  abstracción  permite  por  fin 











 Identificación  de  los  elementos  de  código:  Elementos  que  componen  por  sí  solos  el 
código  y  que  son  identificables  en  primera  instancia,  tales  como:  clases,  atributo  o 
métodos. 
 Identificación de  relaciones  existentes  en  el  código: Relaciones que  se dan entre  los 
















o Visibilidad:  Visibilidad  de  la  clase  si  han  declarado  alguna.  Si  no  se  declara 
visibilidad  EnvDTE  entiende  que  la  visibilidad  es  privada.  Esta  no  es  una 
decisión nuestra si no de la propia librería de Microsoft. 
o Si es abstracta o no 
o Métodos:  Dentro  de  cada  método  se  recoge  el  valor  de  retorno,  nombre, 






o Métodos:  Los  métodos  que  están  definidos  dentro  de  la  interface.  Las 





Estos  elementos  de  código  y  sus  características  son  directamente  identificable  y  están 





Para  poder  realizar  este  filtrado  entre  los  CodeElement  y  recoger  únicamente  la 
información de aquellos que son útiles usamos la propiedad Kind. La siguiente tabla muestra la 



















































Una  vez  identificados  los  elementos  de  código  por  los  que  están  compuestos  los 
















En  este  caso  la  identificación  de  las  relaciones  no  es  directa  como  en  el  caso  de  los 






 Clase: De  las características de  la clase se pude determinar si existe generalización o 
implementa interfaces 














partir  de  la  información  indexada  en  el  apartado  anterior.  El  modelo  UML  se  representar 
gracias  al  uso  del  estándar  “XML  metadata  interchange”  que  permite  recoger  toda  la 





indexada,  es  necesario  transforma  esta  información  en  un  modelo  UML  y  para  ello  es 

































































 TrasnformalInternal:  Método  principal,  es  el  encargado  de  analizar,  obtener  y 
devolver  toda  la  información  de  las  soluciones  pasadas  por  parámetros.  El modelo 
obtenido es en nUML. 
  




























Para  incluir  un  método  dentro  de  una  clase  se  utiliza  la  función 















 Elemento2:  Clase  con  la que  tiene dependencia.  Si  la  clase  todavía no  existía  en  el 
modelo la insertamos. 
Asociaciones 


















































Como  resultado  final  se  obtiene  un  fichero  “xmi”  que  contiene  toda  la  información 
asociada  la solución  indexada. El fichero “xmi” pude ser abierto por muchas herramientas de 























  Aunque  la  realización  de  este  proyecto  comenzó  hace  tres  años  en  el  2007,  fue 
abandonada  y  retomada  de  nuevo  en  abril  del  2010.  Por  ello  para  la  realización  de  este 































Fase Nº total de días Nº total de horas 
Desarrollo del sistema 74 296
Redacción de la memoria 25 100













debido a ello con distintos honorarios  lo que hace necesario  la  inclusión de  las tarifas de  los 
mismos. 
 
Perfil en informática Características Salario Bruto 
Anual 
Analista Programador Experiencia entre 2 y 5 años 24000
Director de Proyecto Experiencia de más de 10 años 40000
 




Perfil en informática Características Coste Hora 
Analista Programador Experiencia entre 2 y 5 años 14 


















1000,00TOTAL (con IVA) 
Recursos Software 
 




Recurso Coste (€/licencia) 
Sistema operativo Windows XP Professional 194 €
Entorno de desarrollo Microsoft Visual Studio .NET 2008 667€
Microsoft Office 2007 314€
Microsoft Visio 2007 667€
Microsoft Project 2007 313€






Recurso Unidades Coste/unidad Coste/recurso 
Paquete de folios (500 folios) 1 6€ 6€
Almacenamiento: Memoria usb  1 25€ 25€
Cuaderno hojas cuadriculadas 2 2€ 4€
Bolígrafos 5 0,50€ 2,5€
Impresión Documentación 4 12€ 48€
TOTAL (con IVA) 85,5€ 
Formación 
 





Concepto Coste  















  Durante  la realización de este proyecto se ha abordado  la creación de una aplicación 
que permitiera extraer información de soluciones de Visual Studio que contuvieran proyectos 
de  lenguaje  C#  válidos,  con  el  objetivo  de  poder  utilizar  esta  información  dentro  de  un 







tiene  como objetivo  generar una  gran base de  conocimiento, utilizando  fuentes  totalmente 
heterogéneas. Por ello este proyecto es uno más entre una gran cantidad de indexadores que 
obtienen  la  información  de  una  gran  variedad  de  orígenes.  Por  consiguiente  la  aplicación 
puede  verse  como  una  pequeña  “pata”  de  un  gran  sistema  matriz  de  reutilización  de 
conocimiento  que  obtiene  información  heterogénea  de  distintos  indexadores  y  genera  una 
salida homogeneizada en UML. 
 










Gracias  a  la  combinación  de  estas  tres  tecnologías  hemos  conseguido  desarrollar  un 
sistema  que  es  capaz  de  leer  como  entrada  un  fichero  comprimido  con  formato  .zip, 
descomprimir este fichero para acceder a las soluciones que contenga, indexar la información 
encontrada en el código C# de estas soluciones y transformar toda esta  información en UML. 









  Dada  la  naturaleza  de  este  proyecto  el  principal  problema  que  ha  sido  necesario 
afrontar  fue  conseguir  un  conocimiento  suficientemente  amplio  de  todas  las  tecnologías 
implicadas  para  poder  realizar  un  adecuado  uso  de  las  mismas,  en  pos  de  conseguir  los 
objetivos marcados. En  la mayoría de  los proyecto  las tecnologías a aplicar son conocidas de 
antemano,  de  esta  forma  el  trabajo  se  reduce  a  encontrar  la  mejor  solución  al  problema 
planteado.  Además  este  conocimiento  a  priori  de  la  tecnología,  permite  realizar  una 
estimación de costes (tanto en tiempo como en recursos materiales) más completa y precisa. 
En este proyecto  la situación ha sido  ligeramente diferente ya   que únicamente se conocía el 
entorno de desarrollo que se debía utilizar, .Net. Se ha dado por lo tanto el caso de tener que 
utilizar tecnologías que eran totalmente desconocidas como  la Liberia nUML, o  incluso tener 









persona,  por  lo  que  el  trabajo  en  equipo  ha  sido  clave  para  conseguir  todos  los  objetivos 





del mundo  profesional  que  al menos  yo  he  conocido,  y  en  el  que muchas metodologías  y 
patrones  de  actuación más  que  recomendables  son  totalmente  ignorados. No  es  necesario 
mencionar que  la  realización de este proyecto me ha posibilitado conocer un poco mejor el 




















de  recibir  como  entrada  ficheros  comprimidos  en  estas  tecnologías  se  podría  analizar  una 





En  la versión actual del  indexador  los  lenguajes  .net   que es capaz de analizar son: C# y 
VB.net.  Sin  embargo  debido  a  que  el  análisis  de  los  elementos  de  código  y  relaciones 
existentes  en  los  ficheros  fuentes  se  hace  a  través  de  las  interfaces  EnvDTE  y  EnvDTE80, 
cualquier otro  lenguaje  .net es  susceptible a  ser  indexado  con esta aplicación  sin  tener que 
realizar  ningún  cambio  considerable,  es  más  únicamente  sería  necesario  cambiar  la 






























 El  lenguaje  de modelado  unificado.  Autores: Grady  Booch,  James  Rumbaugh  e  Ivar 
Jacobson. Editorial: Addison Wesley. 
 
 http://blogs.msdn.com/b/dotnetinterop/archive/2006/04/05/.net‐
system.io.compression‐and‐zip‐files.aspx 
 
 http://www.canalvisualbasic.net/manual‐net/c‐sharp/#baseClass 
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