ESIGN is an efficient digital signature algorithm [OkS, Ok], whose computation speed is more than twenty times faster than that of the RSA scheme, while its key length and signature length are comparable to those of the M A scheme. This paper presents a software implementation of ES-IGN on an 8bit micro-processor smart card. This realizes a computation time for signature generation of about 0.2 seconds. To achieve this remarkable speed for signature generation, appropriate implementation techniques such as precomputation and table look-up techniques are effectively used. Moreover, this software implementation is compact enough for smart cards; the program size and the data size including the work area are at most 3Kbytes each. Practical identification schemes based on ESIGN are also presented.
Introduction
Recently, smart cards are the basis of many services such a s prepaid cards, banking cards, and credit cards. In these applications, the integrity and authenticity of digital messages and documents are often required to be ensured by digital information in place of manual signatures written on paper documents. These functions ci!a usually be achieved through the use of digital signatures, and they should be implemented through software.
Many digital signature schemes have been developed since Diffie and Hellman's seminal paper on public key cryptosystems [DH] was presented in 1976. Among these schemes, the RSA scheme [RSA] and the Fiat-Shamir signature scheme [FS] are the most respected schemes from the practical viewpoint. However, the RSA scheme has the disadvantage of very low processing speed. Usually a specific hardware chip is needed to perform the RSA function [Br] . If the M A scheme is implemented in software on an 8bit microprocessor smart card, one complete cycle takes at least several minutes.
On the other hand, although the Fiat-Shamir signature scheme is more efficient than the RSA scheme, signature generation still takes more than several seconds with a software implementation on an 8bit microprocessor smart card, even if the fast implementation technique introduced by [OnS] is used'. Moreover, the Fiat-Shamir scheme involves a trade-off between signature size and key size, and their product is relatively large. For example, when the key size equals that of the RSA scheme, then the signature size is at least seventy times as long as that of the RSA scheme+. Although a modified scheme which overcomes this trade-off problem has been proposed [GQ, OhO] , it is somewhat slower than the original scheme.
In 1985, Okamoto et al. proposed a fast signature scheme based on polynomial operations [OkS] . The new scheme had significantly better efficiency. It is much (e.g., more than twenty times even with unsophisticated implementation) faster than the RSA scheme, and its key and signature lengths are comparable to those of the M A scheme. Many versions of this signature scheme were suggested in [Ok] , and, hereafter, we will simply call the most typical of them ESIGN (Section 2).
In this paper, we report the remarkable performance of our software implementation of ESIGN on an 8bit microprocessor smart card. In our implementation, a precomputation technique plays an essential role in increasing the speed of signature generation. In addition, residue and division operations by the table look-up method utilizing the EEPROM area is also a key technique in our implementation. By utilizing both techniques, the computation time for signature generation is just about 0.2 seconds (effectively instantaneous for humans)t. Thus we can ignore the time taken for signature generation in almost all smart card applications.
As for identification schemes, the Fiat-Shamir identification [FS] scheme is currently *It seems to take more than 20 seconds in the implementation of (Kno] , because roughly the FiatShamir signature scheme is more than three times slower than the Fiat-Shamir identification scheme, which is reported to take about 6 seconds.
tNote that the tradeoff levc,: of the Fiat-Shamir identification scheme is often less than that of the signature scheme, because identification is done under real-time circumstances. !Note that in this estimation we select parameters offering a security level equivalent to that of the RSA scheme with a 64byte (512bit) composite modulus. the most promising. In this paper, we also introduce practical identification schemes based on ESIGN, which are at least as efficient as the Fiat-Shamir identification scheme.
ESIGN

Notations
2, denotes the set of numbers between 0 and n -1, and 2; denotes the set of numbers between 0 and n -1 which are relatively prime to n. [MI denotes the least integer which is larger than or equal to M. [MI denotes the greatest integer which is less than or equal to M. z = y (mod n) denotes that n divides 2 : -y. f(z) mod n denotes an integer such that n divides f(z) -(f(z) mod n) and f(z) mod n E 2,. z/y mod n denotes an integer such that n divides z -y(z/y mod n) and z/y mod n E 2,. 1x1, denotes pogbX1. In other words, 1x1, denotes the bit size of X , and \XIe4 denotes the byte size of X. allb denotes the concatenation of a and b. 
Procedures
Key generation:
o When originator A joins the system, he generates the secret and public keys and publishes the public key. The secret key is known only to A.
a Signature generation:
o A signature S of a message M is computed by originator A as follows:
* Pick a random number X E Z;*. 
Security of ESIGN
The quadratic version (parameter K is 2) was broken by Brickell and DeLaurentis in 1985 ([Ok] , page 49), several months after this signature scheme was presented [OkS] . However, no attack on the higher degree versions (K is more than 3) has been reported in the last 5 years, although many excellent researchers such as Brickell, Girault, Shamir, and VallCe attempted this ( [Ok] , pp.49-50). We conjecture that to break our higher degree version (ESIGN) is as hard as factoring N ([Ok] p.52).
3 Implementation on Smart Cards
Preparation
To implement ESIGN on a smart card, we must determine the parameters carefully because a smart card doesn't have high processing speed or much memory.
In our implementation, K is chosen as a power of 2, i.e., 4, 8, 16, and so on. Our implementation target consists of the following steps:
x E z;*,
We choose 16, 24, 32, and 40bytes as the lengths of prime P in order to appraise the performance of ESIGN on a smart card. Our software implementation works on a smart card with 8bit microprocessor that has clock cycle of 5MHz. The memory area consists of 384bytes RAM, lOKbytes ROM and 8Kbytes EEPROM.
Our implementation is not straightforward. The residue and division operations take more time than addition or multiplication. Therefore, we developed an iterated table look-up method to reduce the processing time of the residue and division o p erations. In addition, the signature generation procedure of ESIGN has the good property that it contains some computations that do not depend on the message to be signed. Hence, when a smart card is idling, it can do pre-computation and store the computation value, to generate a signature later. This is based on the same idea as "on-line/off-line digital signatures" [EGM] .
In the following subsections, we will discuss the table look-up method and precomputation. Finally proposed implementation is appraised.
Hash Functions
We can use any secure hash function H for implementing ESIGN [Da] . In our implementation, we adopt the hash function named N-Hash [MOI] because of the compactness of its program and high execution speed. That is, the program size is about 300bytes (to be stored in ROM), and the execution speed is about 15OKbps (bits per second) in our smart card implementation, which implies that H ( M ) can be computed within 0.06 seconds when the size of M is about 1Kbytes.
Iterated Table Look-up Method
Residue and division operations take much more processing time than addition or multiplication. To increase the computation speed of residue and division operations, several table look-up methods have been presented [KH] . However, these methods need a large amount of memory for storing the table, therefore, they are not suitable for typical smart card implementations. This subsection introduces a new table lookup method for these operations, in which all primitive operations are performed on 8bit words. It is suitable for smart card implementation, because our method needs only 9 values in the table and is based on 8hit word primitive operations for 8bit microprocessors of smart cards.
In ESIGN, residue and division operation are performed in the following steps: Step 1-1
Step 1-2 if lB1, < INI2 then output B as A . if 1BI2 = I N ] , then go to Step 2.
Step 1-3
Step 1-4
Step 1-5 Return Step 1.
Step 2-1
Step 2-2
Step 2-3 Return Step 2.
Search i such that the first byte of N , is greater than the first byte of B. Compute B := B -N , 2 1~l~-I~~l z .
Step 2 Compare B and N .
if B < N then output B as A.
Compute B := B -N .
Pre-comput at ion
In this subsection, we will show the other technique for speeding up signature generaition.
The signature generation procedure of ESIGN contains some computations independent of the message to be signed. Hence, these steps can be carried out before receiving a message t o be signed. This technique dramatically reduces the processing time for signature generation.
The below steps are computed in the pre-computation phase.
The steps which depend on M are as follows (in other words, these steps are computed in the signature generation phase):
After the pre-computation, triplet (X, F, T ) is stored in EEPROM. When message M is input, only three steps (computing W, Y, S) are needed to generate signature S. Note that each triplet (X, F,T) is used for each signature S.
Clearly, the pre-computation phase including the power and inversion operations is much more computationally demanding than the signature generation phase, which consists of only addition, multiplication and division operations.
Performance
This subsection introduces the experimental data of our implementation of ESIGN.
Table.
1 shows the memory size of the program and data area. This table was estimated assuming /PIG4 = 32 (P's size is 32bytes), or INIS, = 96. This sizes of P and N guarantee that the degree of security of our digital signature scheme is comparable to that of the RSA scheme with 64byte (512bit) modulus, assuming that the security of our scheme and the RSA scheme only depend on factoring each modulus (or N in our scheme). This table shows that our implementation satisfies the memory restriction of a typical smart card. 
IPlSll
Our implementation uses a straightforward algorithm (or standard extended Euclidean algorithm) for computing the modular division (computing T from G and P ) .
If we use a more efficient algorithm (e.g., [Knu] , algorithm L and B, pp.321-339), then the speed of pre-computation will increase a few times, although the program size may increase. 
Identification Schemes
This section introduces two practical identification schemes based on ESIGN, which are at least as efficient as the Fiat-Shamir identification scheme [FS] . The two schemes are the three round version and the two round version. We omit the description of the identity-based versions [Sh] of these identification schemes, because we can easily modify these public-key file versions into the identity-based versions by using Kohnfelder's idea [De] .
(1) Identification Scheme 1 ( three round version)
Protocol:
Step 1 (Key generation and registration) Prover P generates ESIGN's secret key, p p , q p , and public key, n p , and publishes the public key with his name.
Step 2 Prover P generates random numbers r , u , and calculates z = f(rIIu), where f is a one-way function. P sends x to verifier V .
Step 3 V generates random number y and sends y to P.
Step 4 P calculates m = r @ y. P generates ESIGN's signature s of m using P's secret key, and sends (s, r, u ) to V .
Step 5 V checks whether z = f(rllu) holds and whether s is a valid signature of m using P's public key.
(2) Identification Scheme 2 (two round version) P rotocok.
Step 1 (Key generation and registration) Same as Step 1 oi Scheme 1.
Step 2 V generates random number r and sends y to P.
Step 3 P generates random number u and calculates m = f (~l l u ) . P generates ESIGN's signature s of rn using P's secret key, and sends (s, u) to V .
Step 4 V checks whether rn = f(rllu) holds and whether s is a valid signature of rn using P's public key.
Conclusion
We have presented a practical digital signature implementation scheme for smart cards.
We have shown that the signature generation time is just about 0.2 seconds. This is achieved using pre-computation and table look-up techniques. The required memory size is small enough for smart card implementation. The program size and the data size including the work area are at most 3Kbytes each. Thus, we can conclude that our smart card digital signature scheme can be put to practical use, from the viewpoints of processing time and the required memory size.
