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Justificación y Objetivos 
  
Éste proyecto surge de la necesidad de demostrar la capacidad para llevar a cabo proyectos 
profesionales de manera autónoma e independiente, cubriendo todas las áreas y disciplinas que se 
ven involucradas, como son la capacidad de resolución de problemas, capacidades técnicas, 
conocimientos de las nuevas tecnología, además de visión de negocio, y gestión y planificación de 
proyectos. 
Para el correcto desarrollo del proyecto, se hará uso de todos los conocimientos adquiridos durante 
los 4 años de formación académica y extraacadémica, convergiendo conocimientos y  experiencia  
en una dirección para hacer valer tanto la titulación, Ingeniería Multimedia, como su respetable 
pseudónimo, Ingeniero.  
Como Ingeniero multimedia, desde un principio me decanté por la rama de ocio digital, esto es así 
debido a que mi principal motivación es el desarrollo de videojuegos, los cuales me cautivaron 
durante la infancia, y más tarde me maravillaron cuando aprendí a desarrollarlos, y lo hicieron en 
todos los ámbitos, ya que una de mis virtudes y uno de mis defectos es el hecho de haber trabajado 
prácticamente por igual en todas las áreas de desarrollo, tanto de programación como por la rama 
artística como por la de diseño propiamente dicha, por lo que me considero una persona con una 
formación ampliamente multidisciplinar, al mismo tiempo que considero que no me he especializado 
en ninguna rama concreta. Por ello, en éste proyecto me centraré principalmente en el desarrollo de 
software, convirtiéndose en el primer proyecto en el que trabajaré con un perfil especializado. 
A nivel personal, supone un gran reto, ya que es el final de una larga carrera, la última cuesta que 
afronto con la fuerza y la convicción necesaria para tratar de sacar lo mejor de mí, a partir de aquí 
nadie nos guiará en el camino, como ingenieros debemos saber fijar nuestras propias metas y 







La conclusión de éste proyecto supone el fin de cuatro años de esfuerzos para formarme y ser capaz 
de defenderme en el mundo profesional como ingeniero multimedia, y éste camino no habría sido 
posible sin todos los apoyos recibidos, empezando por Bea, por poder compartir juntos nuestra etapa 
en la universidad, tu conseguiste que me esforzara aún más y por mi familia, les debo mucho a mi 
padre, a mi madre y mi hermano.  
Agradecer también a mi tío Enrique, a mi tío Jose Manuel y a mi abuela, que son para mí todo un 
referente en la vida. 
Por último y no menos importante, quiero agradecer a todos los profesores que hacen posible ésta 
carrera, a su esfuerzo y dedicación, y en particular a Miguel Ángel, mi tutor del proyecto fin de grado, 
por apoyarme y aconsejarme desde hace más de un año que empecé a hablar con él para que tutorizase 
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Los videojuegos forman parte de nuestra vida de la misma manera que lo hacen el cine o la música 
y es que después de tantos años en convivencia con la sociedad, en la cual, y desde sus inicios, se 
han tachado de “violentos”, “satánicos” o “absorbe cerebros”, se veían como algo negativo que no 
tenía nada que aportar ni a la sociedad ni a los propios jugadores. 
Afortunadamente, este pensamiento generalizado ha cambiado, la sociedad se ha dado cuenta de que 
los juegos, exactamente igual que la música o el cine, no son más que un modo de expresión, cuya 
finalidad puede ser desde algo tan simple como entretener, a algo tan complejo como hacer 
reflexionar al jugador sobre las relaciones humanas, o educar a los más jóvenes, por poner algunos 
ejemplos, como se puede observar, la diversidad de propósitos y fines que los videojuegos proponen 
son tan amplios como, otra vez, el cine o la música. 
También hay que decir que, efectivamente,  no todos los videojuegos son positivos, también los hay 
que pueden incitar a la violencia y juegos que nos hacen pasar momentos realmente desagradables, 
exactamente igual que las sangrientas películas que tanto éxito tienen en taquilla, o las exitosas 
películas de terror. 
Como vemos, la integración con la sociedad ha sido total, demostrado con hechos como el de que a 
día de hoy las grandes empresas utilizan los videojuegos como medio publicitario o el hecho de que 
formen parte de la revolución de las redes sociales. 
Pero con un sector tan potente como éste, ¿de dónde salen los juegos? La respuesta es simple, de 
todos los sitios, ya que para hacer un videojuego simplemente hace falta un ordenador, ganas y 
tiempo, empezando por pequeños juegos móviles, algunos de los cuales son desarrollados 
íntegramente por una única persona. 
Como se puede apreciar, los videojuegos son un mercado con potencial, en el que hay una gran 
cantidad de desarrolladores, y año a año aumenta aún más, tanto es así, que han generado otro 
mercado adyacente, el de las herramientas para desarrolladores, liderado por unity3D como motor 
para hacer videojuegos de una manera cómoda, rápida y simplificada. 
 





Éste documento ha sido creado para registrar toda la información necesaria para  concebir y entender 
el desarrollo del proyecto, por ello contiene una gran cantidad de información, la cual  ha sido 
estructurada de la manera más inteligible y sencilla que ha sido posible. 
En primer lugar hay una sección de justificación y objetivos, que resume las motivaciones con las 
que se lleva a cabo este proyecto. 
El segundo punto corresponde con los agradecimientos a todas aquellas personas que me han 
ayudado en este largo camino. 
El tercer punto es el más importante, es el cuerpo del documento, y esta subdividido en secciones 
para poder entenderlo más cómodamente, empezando por una introducción que precede al marco 
teórico o estado del arte, en el que se analiza el contexto sobre el que se asienta el proyecto, acto 
seguido nos encontramos con los principales objetivos que tiene el proyecto, para dar paso al diseño, 
sección en la que se relata exactamente en qué va a consistir el proyecto y qué puntos va a tratar, para 
la evaluación y revisión del diseño, se realizará un análisis y una especificación de los requisitos con 
los que cuenta el proyecto, después se explica todas las herramientas de las que se hará uso para 
gestionar el proyecto, por último, tenemos el cuerpo del documento, donde se explica el proyecto y 
su desarrollo. 
La siguiente sección son las conclusiones, donde relato las ideas y experiencias que he vivido al 
terminar éste proyecto. 
Al final del documento tenemos también una sección de bibliografía, donde se enlaza a todos los 
documentos utilizados y referenciados. 
 
 Marco teórico o Estado del arte 
 
Un videojuego se puede definir como aplicación interactiva orientada al entretenimiento, en la que 
los usuarios se involucran activamente con el contenido, utilizando para ello un gamepad, un joystick 
o cualquier otro dispositivo de control, y cuyo contenido se ve reflejado directamente en una pantalla, 
altavoces o cualquier otro dispositivo de reproducción. 
 
  Géneros de videojuegos 
 
A lo largo de la historia de los videojuegos se han ido formando géneros que no son más que una 




tener en cuenta, por ello, los géneros se suelen centrar en el aspecto de las mecánicas de juego y la 
Jugabilidad del mismo, dejando en un segundo plano aspectos como la estética. 
A continuación se comentan los principales géneros que podemos encontrar, siempre bajo mi criterio 
personal, con un apartado en el que se analiza concretamente el aspecto de los personajes, aspecto 
especialmente relevante para el proyecto: 
 Plataformas 
 
Consisten en juegos en los que el jugador controla a un personaje que debe avanzar a lo largo de 
escenarios, haciendo uso de mecánicas como el movimiento, salto de obstáculos, escalada, correr, 
esquivar ataques, nadar, bucear o balancearse. 
La llegada de los gráficos 3D supuso un cambio radical de la idea de los juegos de plataformas, hasta 
entonces todos los juegos arcade eran juegos en los que veías al jugador de lado, avanzando de 
manera horizontal a lo largo de mapa, y al llegar el 3D se rompieron los esquemas, y cada se 
convirtieron en juegos más diferenciados entre sí, al tener más posibilidades dejaron de seguir un 
patrón común. 
Los juegos de plataformas más conocidos son Sonic the Hedgehog, Mario, Megaman, Crash 
Bandicoot o Castelvania, entre otros. 
En éste tipo de juegos los personajes suelen ir cambiando a lo largo del trascurso de la historia del 
videojuego, normalmente mediante configuraciones completas del personaje, es decir, cambian 
piezas del personaje si no el personaje completo, otorgándole funcionalidades nuevas, y/o mejoras 
en sus estadísticas, además de las modificaciones estéticas, tanto visuales como sonoras. 
Un ejemplo de éste progreso lo tenemos en el videojuego Metroid Fusion, de la Game boy advance, 
en el que necesitamos obtener los trajes mejorados para atravesar ciertas zonas, requiriendo las 








Figura  1.2-1: Distintos trajes de Samus en Metroid Fusion, 2002, GBAdvance 






Los juegos de lucha son juegos conocidos por enfatizar los combates uno contra uno, en los que dos 
personajes pelean contra un adversario controlado por otro jugador o por la inteligencia artificial, 
suelen ser juegos que manejan mecánicas simples, que simulan los movimientos humanos durante 
los combates, como el desplazamiento, desplazamientos rápidos, esquivas, rotaciones, ataques, 
ataques rápidos, ataques pesados, ataques horizontales, ataques verticales, ataques altos, bajos y 
medios, saltos, ataques y habilidades especiales etc.., es un género muy pulido, y donde prima en 
primer lugar la agilidad a la hora de controlar al personaje, para realizar ataques justo cuando el 
enemigo está al descubierto, y saber esquivar/parar los ataques cuando el adversario viene a por ti. 
También cuentan con una mecánica que, con el trascurso del tiempo, se ha acabado asociando a éste 
tipo de juegos, los llamados combos, que son secuencias de ataques consecutivos que si se encadenan 
en el orden correcto pueden causar más daño o realizar ataques distintos con consecuencias más 
poderosas. 
 
En los juegos de lucha la personalización de personajes apareció desde sus inicios, cuando permitía 
al jugador seleccionar el color con el que desea jugar, optando entre varios jugadores que realmente 
no cambiaban más que la textura del propio personaje, ha día de hoy esto ha avanzado bastante y 
permite cambiar además de la textura es aspecto visual entero, incluyendo nuevas mallas 3d e incluso 
modificaciones en las animaciones del jugador. 
La personalización propiamente dicha se ha intentado llevar a cabo en numerosos juegos, algunos de 
ellos son Soul Calibur o Dragon Ball, pero en ninguno tuvo un peso importante, ni tampoco supuso 




3ds and wiiU, la última edición de la aclamada saga de Nintendo sí ha conseguido llevar la 
personalización a los juegos de lucha y conseguir cautivar a los jugadores con ello, y lo hizo con los 
Miis, personajes personalizables asociados a la cuenta de Nintendo, incorporándolos dentro del 
juego, otorgando toda la personalización previa de los Miis a los luchadores del juego, además de los 
aspectos del juego en sí, pudiendo elegir entre luchador, espadachín o pistolero. 
 
 
Figura  1.2-2: Miis en Super Smash Bros. for Nintendo 3DS and Wii U , 2015, 3DS y WiiU 
Fuente 2: “Control Your Mii as a Fighter in Super Smash Bros.” (n. d.). Extraída el  05 de Junio de 2015, del sitio web de 
TechnoBuffalo  http://www.technobuffalo.com/2014/06/10/control-your-mii-as-a-fighter-in-super-smash-bros/ 
 
 Beat ‘em up 
 
Los juegos Beat `em up se basan en los juegos de lucha, pero a diferencia de éstos, hacen énfasis en 
las peleas uno contra varios, y predominan en el juego cooperativo (luchar junto amigos) frente al 
competitivo (luchar contra amigos). 
También suelen combinar elementos propios de juegos de plataformas como progreso a lo largo del 
nivel y puzles para avanzar, algunos de los Beat `em up más populares son, The Simpsons Arcade 
Game, X-men, Castel Crushers o el actual Batman: Arkham city. 
Este género no se caracteriza por su personalización de personajes, pero sí por la variedad y 
diversidad de armas con las que los personajes pueden contar, ya que al matar enemigos o destruir 






Figura  1.2-3: Cadillacs and Dinosaurs, 1993, Capcom CPS1 
Fuente 3: “Capcom Beat-em-ups"(n. d.). Extraída el  05 de Junio de 2015, del sitio web hardcoregaming101  
http://www.hardcoregaming101.net/finalfightclones/finalfightclones2.htm 
 
 Shoot ‘em up 
 
Significa literalmente mátalos a tiros, son juegos en los que el jugador controla un personaje solitario 
que suele ser un vehículo (nave espacial, avión, coche, etc...) con el cual tiene que derrotar hordas de 
enemigos que van apareciendo por pantalla. 
Este tipo de juegos tienen una mecánica muy simple, basada en el movimiento de la nave, el disparo 
y la recogida de objetos esquivando en todo momento los ataques enemigos, hasta el punto de que 
algunos juegos literalmente ocupan la pantalla entera de disparos, convirtiendo el juego en algo 
totalmente caótico y realmente difícil, esto se suele denominar Bullet Hell. 
Juegos que figuren bajo el género shoot `em up hay muchos, el archiconocido Space Invaders, R-
Type, Raiden o Jamestown, son juegos clásicos la mayoría, típicos de máquinas recreativas. 
En cuanto a la personalización, los vehículos que se controlan normalmente tienen un ataque que va 
disparando, y la solución que proponen la mayoría de juegos es la de piezas que mejoran la nave 
aleatoria de una manera concreta, y que se van acumulando a medida que se recogen y lo que hacen 
es, principalmente aumentar la potencia de fuego, ya sea incrementando el daño, aumentando el 






Figura  1.2-4: Sky Force, 2014, Android / IOS 





Son juegos cuya mecánica se basa principalmente en disparos, el protagonista hace uso continuado 
de las armas de fuego para abrirse paso en el enemigo, hay muchos tipos de juegos de disparos - 
también conocidos como shooters – diferenciados principalmente por la perspectiva de la cámara, 
que puede estar en primera persona, tercera persona o en vista cenital. 
Las principales mecánicas que se manejan son el disparo directo a los enemigos, el disparo basado 
en balística, el movimiento a lo largo del escenario y también es común el manejo de elementos como 
torretas, vehículos y otros elementos especiales. 
El género de disparos es un género muy explotado, debido a su gran éxito especialmente entre los 
jugadores adolescentes, lo que supone un gran mercado para las grandes empresas como Activision 
(Call of duty) o Electronic Arts (Battlefield). 
Algunos shooters de éxito son Doom, Quake, Call of duty, Battlefield, Medal of honor, Crysis, 
N.O.V.A. o Modern Combat, éstos dos últimos son juegos desarrollados por completo para 
plataformas móviles (Android e IOS), y suponen una reafirmación de la potencia de éste género, 
especialmente en términos económicos. 
En éste tipo de juegos es común poder elegir entre varios personajes jugables, pero sobretodo cabe 
destacar que suelen incluir personalización de armas, personalización , en algunos casos, realmente 
compleja ya que no se limita a cambiar piezas, como pueda ser añadir un silenciador o una mira al 




que añade un disparo secundario al arma además del disparo típico, o una bayoneta que nos permite 
realizar ataques de corto alcance más rápidamente, e incluso opciones para agregar pegatinas al arma, 
pudiendo rotar, escalar y mover las mismas. 
 
 
Figura  1.2-5: Deus ex Human Revolution, 2011, PC/Consolas 





Los juegos de estrategia son aquellos que requieren una cuidadosa planificación y toma de decisiones 
con el fin de conseguir la victoria, suelen ser juegos de guerra o de explotación de recursos, de manera 
que se puede establecer un vínculo especial, los videojuegos de estrategia tienen sus raíces de los 
juegos de mesa, los cuales están especialmente focalizados en la guerra y en los recursos. 
Son muchas las mecánicas propias de los juegos de estrategia, ya que como su nombre indica, lo 
importante es la estrategia realizada, o lo que es lo mismo, la sucesión de decisiones tomadas, y para 
tener un amplio abanico de posibilidades hay que aumentar la cantidad de mecánicas, así pues, nos 
encontramos con selección de unidades, creación de unidades y órdenes a las unidades seleccionadas, 
como pueden ser movimiento, ataque, acciones especiales, cambio en la inteligencia artificial, etc,  
Es un género complejo y que posee juegos realmente difíciles, en los que la inteligencia artificial 




juegos el tiempo no posee una gran importancia, de hecho, en muchos juegos de estrategia está 
permitido parar el tiempo para analizar detalladamente la situación y tomar una decisión. 
Hay muchos juegos de estrategia archiconocidos, como pueden ser Age of empires, Age of mythology, 
Anno, Starcraft, Warhammer 40000 Dawn of war, Sid Meier´s civilization o Warcraft. 
Los videojuegos de estrategia se caracterizan por controlar guerras enteras, por ello se suelen manejar 
ejércitos enteros, de los cuales podemos elegir un color que será aplicado de manera general a las 
unidades, pero carecen de personalización profunda que permita cambiar aspectos concretos del 
juego, salvando alguna excepción como puede ser el Sepremme commander, en el que además  de 
todas las tropas se tiene un comandante, el cual puede ser mejorado, o el Warhammer 40000 Dawn 
of war, en el cual hay ciertos niveles protagonizados por héroes a los que podemos mejorar, 
equiparles objetos que otorgan mejoras, funcionalidades nuevas y modificaciones estéticas. 
 
Figura  1.2-6: Warhammer 40000 Dawn of war, 2009, PC 
Fuente 6: “DOW2 Lord of The Warp Beta 1.0 " (n. d.). Extraída el  06 de Junio de 2015, del sitio web 







Los juegos de simulación se basan es recrear actividades o situaciones del mundo real, teniendo como 
máximo objetivo la verosimilitud y la inmersión del jugador, lo que muchas veces puede añadir un 
valor didáctico al videojuego, como están basado en el mundo real, son un género muy amplio, ya 
que prácticamente cualquier acto de nuestras vidas es simulable, otra cosa es que hacer un juego 
sobre ello sea divertido o no. 
Debido a la amplitud del género no posee unas mecánicas predominantes o comunes entre ellos, 
simplemente se considera un género más porque es una tendencia bastante explotada en el mundo de 
los videojuegos.  
Los juegos de simulación más exitosos son aquellos en los que se simula la conducción de coches, 
pilotaje de aviones, manejo de trenes, construcción de ciudades, construcción de granjas, simuladores 
médicos (de operaciones, ambulancias...), o simuladores sociales. 
Algunos simuladores ampliamente conocidos son los sims, simcity, train simulator, Microsoft flight 
simulator, Farm ville. 
Al igual que con las mecánicas predominantes, a la hora de hablar de personajes personalizables nos 
encontramos con demasiadas posibilidades y casos distintos, de manera que no es posible analizar 




Los juegos de deportes son aquellos que simulan deportes reales o ficticios, incorporando mecánicas 
propias de dichos deportes, como puede ser chutar un baló, pasar un balón a un compañero, lanzar 
una bola contra una serie de bolos, lanzar un dardo sobre una diana y un sinfín de mecánicas, que, 
como se puede observar, dependen del juego que se simule en cada caso. 
Desde sus inicios siempre ha sido un género bastante exitoso, principalmente motivado por la 
cantidad de seguidores que tienen los deportes hoy en día – especialmente el fútbol – convirtiéndolo 
en un videojuego muy rentable a niveles económicos, aunque cabe destacar la falta de videojuegos 
independientes o de pequeñas empresas, que se ven incapaces de competir con sagas como Fifa, Pro 
Evolution Soccer o NBA 2k. 
Un componente esencial de los juegos deportivos es el multijugador y la parte social del videojuego, 
ya que es otro aspecto heredado de los deportes, competir entre amigos en un torneo de fútbol o 
competir con ellos es más divertido que hacerlo sólo, y hoy en día se puede hacer desde casa a 




Algunos títulos éxito son, además de los anteriormente comentados, tenemos Madden NFL, Tony 
Hawks Pro Skater, Mario Golf, Wii sports o el español FX FÚTBOL 2.0. 
Una funcionalidad común de los juegos de deportes es la posibilidad de crear jugadores propios, 
otorgarles el aspecto y las características que nosotros deseemos (dentro de unos límites), y jugar con 
ellos, ya sea de manera individual contra otros adversarios o formando parte de un equipo como 
pueda ser un equipo de baloncesto.  
Una vez empezamos a jugar, nuestro personaje evoluciona a medida que ganamos partidos, 
competiciones o hitos individuales, consiguiendo mayor habilidad y mayores estadísticas, y a 
menudo también nos aumenta las posibilidades de personalización gráfica, añadiendo zapatillas, 
camisetas o peinados distintos, así como las propias funcionalidades del jugador, pudiendo enseñarle 
al jugador a hacer técnicas avanzadas que antes no podía hacer. 
 
Figura  1.2-7: Fifa 11, 2010, PC/Consolas 








Muchas veces se considera un subgénero a medio camino entre la simulación y el deporte, pero lo 
cierto es que a lo largo de los años, los buenos títulos, y la aceptación que han tenido por parte del 
público han conseguido elevarlos a la categoría de género. 
Dentro de éste género hay mucha más diversidad de la que parece, hay juegos serios que buscan la 
perfección trazando curvas a lo largo del circuito, mientras que otros buscan romper cajas situadas 
en el centro de los escenarios, permitiéndonos arrojar objetos a nuestros adversarios para sacarlos de 
la pista. 
Las mecánicas más comunes son, en primer lugar las típicas del mundo de la conducción, giros, 
aceleración y frenada, y en segundo lugar, dependiendo del juego pueden haber mecánicas tales como 
lanzar objetos, esquivar obstáculos, golpear otros vehículos, etc.... 
Algunos títulos de reconocido éxito son Forza MotorSport, Grand Turismo, Mario Kart, F-zero, 
Need For speed, Collin McRae Rally, Asphlat o Real Racing, los dos últimos son grandes éxitos de 
las plataformas móviles (Android e IOs), ya que las mecánicas básicas de conducción son fáciles de 
implementar bajo los dispositivos de control que otorga un teléfono móvil actual. 
En el apartado de personalización dentro del mundo de las carreras nos encontramos un amplio uso 
de coches con posibilidad de cambiar piezas, tanto a nivel estético como a nivel de rendimiento o 
funcionalidad, no es algo extraño realmente, ya que también existe en el mundo real, es el llamado 
“tuning” de coches.  
En los videojuegos, es posible cambiar elementos de la carrocería (mallas 3d), el color de la pintura, 
el acabado de la pintura, partes internas como pueden ser el motor, frenos o suspensión, que las 
estadísticas del vehículo y en algunos juegos se permite añadir elementos como metralletas, turbo o 






Figura  1.2-8: The Crew, 2014, PC/Consolas 
Fuente 8: “THE CREW – BUILDING YOUR DREAM CAR" (n. d.). Extraída el  06 de Junio de 2015, del sitio web de 




Los juegos musicales son aquellos cuyas mecánicas de juego están plenamente relacionadas con 
aspectos musicales, como puede ser el ritmo, entonación o la reproducción o memorización de 
melodías. 
Dentro del género tenemos todo tipo de mecánicas de juego, desde simples pulsaciones en la pantalla 
al ritmo de la música a tocar una guitarra de imitación, que simplifica su funcionamiento a unos 
cómodos botones y palancas, pasando por otras mecánicas como cantar la letra de una canción que 
aparece en pantalla o bailar una canción con los movimiento adecuados a cada momento de la 
canción. 
Se trata de un género que se suele combinar con los demás géneros a modo de mini juegos o puzles 
concretos para avanzar un nivel de un juego de plataformas por ejemplo. 
Es destacable la dependencia de éstos juegos de su apartado social, ya que para muchos es impensable 
un juego musical para jugar de manera solitaria en casa, prácticamente todos los juegos están 
diseñados para dispositivos de control que permiten más de un usuario a la vez, como son micrófonos, 




En éste tipo de juegos existe personalización de personajes, pero normalmente se limita a su función 
estética, comprar vestimentas para el guitarrista de rock que controlamos, o poder modificar el 
peinado de nuestro bailarín, pero esa raro que esas modificaciones afecten al desarrollo o mecánica 
del videojuego. 
 
Figura  1.2-9:Guitar Hero World Tour, 2008, PC/Consolas 





Son juegos en los que guiamos a un protagonista a través de una historia, en la cual interaccionamos 
con otros personajes y con objetos para conseguir resolver la trama que se plantea. 
Por su naturaleza, acostumbran a ser juegos orientados a ser jugados por una única persona, dejando 
de lado la integración social o el multijugador. 
Es un género bastante amplio, en el que las principales mecánicas desarrolladas son la conversación, 
la interacción con el entorno que nos rodea, la supervivencia de una situación concreta (similar a las 
películas de terror), y el sigilo, para evitar ser detectados por nuestros adversarios, también está muy 
presente la acción en estos juegos, los disparos, puñetazos, conducción de vehículos y otros 
elementos típicos de películas, ya que éste género tiene unas claras raíces en las películas de acción 
como Indiana Jones o La jungla de cristal. 
Algunos títulos representativos del género son Tomb Raider, la saga Uncharted, Prince of Persia, 
The last of us, The legen of zelda, Metal Gear Solid o God of War, son muchos los juegos que se 




  Éste tipo de juegos no poseen una excesiva personalización del personaje porque en la mayoría de 
ellos elementos como el atuendo o las armas del personaje son cuidados elementos escogidos por los 
diseñadores del juego para cada zona del juego, por ejemplo, hay mapas en los que se quiere obligar 
al jugador a utilizar el sigilo, y por ello, en el nivel anterior el personaje pierde el arma de fuego, 
quedándose exclusivamente con su cuchillo. 
En los juegos en los que sí podemos elegir nosotros (como jugadores) lo que queremos que el 
protagonista lleve equipado, normalmente utiliza las características típicas de los juegos de rol, o los 
beat ´em up, mezclando lo que más se adapta al juego de cada uno. 
En la siguiente imagen se puede apreciar como la vestimenta de Nathan drake cambia a lo largo de 
la historia, ajustándose al guion de la misma. 
 
Figura  1.2-10: La evolución de Nathan Drake, 2007, PS3 





Los juegos de rol son similares a los de aventuras, cuenta una profunda historia con una evolución 
característica del personaje protagonista o los personajes protagonistas a medida que progresa la 
historia. 
Las mecánicas predominantes de éste género son parecidas a las de los juegos de aventuras, pero 
haciendo más predominante la parte del combate y la acción, ya que se centra más en el personaje 
que en la historia 
Los juegos de rol hoy en día escasean, porque suelen requerir desarrollos largos y caros que no agrada 




para ordenador, en figuran juegos que forman parte de la historia de los videojuegos, como son 
Baldur´s gate, la interminable saga Final fantasy, Pokémon, la saga The elders Scrolls o la saga 
Fallout. 
 es especialmente característico del éste género la continua progresión del personaje, agrandando 
habilidades y experiencia del protagonista, aunando en el aspecto de personalización, pudiendo elegir 
si se desea entrenar más la magia o el combate físico, por ejemplo. 
Además es bastante común disponer de un completo sistema de inventario, en el que todo elemento 
equipado nos brinda una modificación en estadísticas, aspecto visual y funcionalidad, tanto en la 
armadura del personaje como en las armas o escudos que utilice. 
Por todo ello, se puede considerar que tienen el sistema de personalización de personajes más 
complejo y completo del conjunto de géneros. 
 
Figura  1.2-11: Titan Quest, 2006, PC 






  Desarrollo de videojuegos 
 
Desarrollar videojuegos no es una tarea fácil, requiere un gran esfuerzo, conocimientos, capacidad 
de trabajo, tanto individual como en equipo, ya que los videojuegos contienen demasiado contenido 
en el que trabajar como para que una sola persona las lleve a cabo, no sólo a nivel de tiempo, también 
a nivel de conocimientos, porque si bien existen perfiles multidisciplinares, es prácticamente 
imposible que una persona sea capaz de realizar bien y con un resultado los suficientemente 
profesional como para ser vendible todas ellas. 
Las principales áreas de trabajo con las que cuenta un videojuego son las siguientes: 
 Productor: la persona que dirige el proyecto, crea informes sobre el progreso del mismo, 
controla los tiempo y a todos aquellos que trabajan en el proyecto para encontrar deficiencias 
y resolverlas. 
 Publisher: Es la figura que se encarga de la distribución del videojuego, por lo general son 
grandes empresas que, en muchas ocasiones, además de manejar los canales de distribución 
financian el desarrollo del proyecto  
 Diseñador: Se encarga de dar forma a la Jugabilidad, controlando todo tipo de acciones que 
afectan al juego, delimitando el control del jugador y controlando los valores tales como 
altura o velocidad de salto con el principal objetivo de hacer que el juego sea jugable, con la 
dificultad apropiada y sin dejar de ser divertido y entretenido. 
 Artista gráfico: Su función es construir y desarrollar un aspecto gráfico que ilustre al juego, 
creando todo tipo de contenido gráfico, desde interfaces hasta personajes o animaciones de 
los mismos. 
 Programador: Su papel principal es controlar el correcto funcionamiento lógico del 
videojuego implementando los elementos y algoritmos que definen el comportamiento del 
videojuego, por éste motivo, su trabajo depende del diseñador completamente, debe 
implementar todo lo que el diseñador quiera llevar a cabo. Se da por hecho que el videojuego 
será desarrollado bajo un motor creado, en caso de no ser así, los programadores serán los 
responsables de la creación de dicho motor. 
 Diseñador de niveles: Se encarga del diseño de todas las zonas del videojuego, con sus  
correspondientes acertijos, puzles o zonas secretas en caso de que existan, su trabajo debe 




crucial para el desarrollo del videojuego, ya que determina completamente la Jugabilidad y 
la capacidad de entretener del videojuego. 
 Ingeniero de sonido: Es el responsable de generar todo tipo de sonidos que encontramos en 
el juego, desde músicas hasta diálogos o efectos de sonido específicos, pasando por la 
sonorización de los menús y la interfaz. 
 Tester: Las personas que se encargan de probar el videojuego, su papel es el de encontrar 
todo tipo de errores en el juego, desde problemas críticos que causen una interrupción en la 
ejecución del videojuego hasta las ligeras correcciones dificultad o Jugabilidad.  
 
Es fundamental tener en mente todos estos perfiles a la hora de realizar cualquier herramienta para 
desarrolladores, ya que resulta completamente esencial que la herramienta no genere ningún tipo de 
acople entre los diferentes perfiles, porque rompería con el funcionamiento del equipo de trabajo. 
 
Antiguamente el desarrollo de videojuegos era algo extremadamente costoso, completamente 
supeditado a grandes empresas que aprobaban proyectos sólo si veían una posibilidad de rentabilidad 
económica. 
Uno de los motivos de este encarecido sistema de desarrollo era el problema de los motores de juegos, 
debido a que anteriormente no existían motores comerciales, el desarrollo de un videojuego incluía 
el desarrollo de un motor de videojuegos, lo cual aumentaba enormemente la cantidad de horas de 
trabajo de los programadores. 
Por otro lado, el apartado artístico contaba con grandes limitaciones tecnológicas, al no contar con 
los potentes programas con los que contamos hoy en día, como photoshop, blender o maya. 
 
  Herramientas para desarrolladores 
 
En los últimos años, las herramientas que tienen a los desarrolladores como público objetivo se han 
actualizado y están sufriendo un gran cambio, ya que a medida que su uso aumenta, el tiempo de 
vida de éstos sistemas disminuye, a medida que progresa la tecnología, las librerías y otras 
herramientas tardan cada vez menos en quedar obsoletas. 
Este hecho está presente en mayor medida en el mundo del desarrollo web, en el que aparecen APIs 




pocos años terminan por desaparecer o se reinventan dejando de ser compatibles con sus anteriores 
versiones. 
Todo ello viene promovido esencialmente por que los desarrolladores le van perdiendo el miedo a 
cambiar de sistemas o entornos de desarrollo, se buscan más ingenieros que sean capaces de aprender 
un lenguaje o librería nueva en una semana, antes que uno que sea experto en una librería, ya que 
nunca sabes cuánto durará dicha librería. 
No obstante, éste continuo cambio viene promovido por que, al cambiar de lenguajes o librerías, nos 
movemos buscando mejoras concretas que dichos sistemas nos ofrecen, o comodidades que antes no 
teníamos, siempre que se cambia se hace mirando al futuro y a la mejora. 
 
  Motores de videojuegos 
 
En los últimos años se ha generado una revolución de videojuegos independientes, una generación 
de desarrolladores con gran ambición y grandes ideas que están aportando juegos realmente buenos 
y que se reafirman como auténticos superventas, como referente solo hace falta mencionar al 
Minecraft. 
Éste movimiento indie ha venido posibilitado en gran medida por los motores de videojuegos que 
facilitan enormemente el desarrollo, éstos motores son principalmente el Unity3D y el Unreal Engine 
4, y las últimas tendencias de auténticas “guerras de precios” con las licencias de ambos motores han 
posibilitado la inclusión de muchos desarrolladores de recursos limitados. 
Por un afán de hacer un sistema más completo y competitivo, Unreal y unity3D han abierto sus 
motores a la comunidad de desarrolladores, permitiéndoles desarrollar auténticas extensiones a 
dichos motores, en Unity aparecen bajo el nombre de assets, mientras que en Unreal engine aparecen 
como blueprints, por utilizar un término más amigable, son el equivalente a “plugins” del motor. 
A continuación comentaré las bondades y los inconvenientes de cada uno de ellos: 
 
 Asset Store 
 
Se trata de una tienda con mayor recorrido, al llevar más tiempo funcionando tiene mucho más 
contenido, desde su página web podemos apreciar que en total cuentan con 18.000 elementos 




Al contar con un gran número de assets, también cuenta con una tienda virtual en la que se aprecian 
todo tipo de ofertas, reducciones de precio temporales y ofertas de 24 horas de duración. 
También es mencionable el hecho de que cuenta como un gran número de assets de reducido nivel 
técnico o calidad, los cuales, a pesar de ser gratuitos normalmente, complican la búsqueda de  
materiales de calidad y realmente no aportan gran cosa al motor. Es similar al problema con el que 
cuenta Android en su tienda de aplicaciones, en la cual encontramos aplicaciones realmente 
mediocres y que no deberían estar ahí. 
El proceso para publicar un asset no es muy complejo, en primer lugar debemos registrarnos en la 
página web de Unity como Asset store provider, aceptando las condiciones del servicio, lo siguiente 
es crear un paquete de metadatos, con el cual subir imágenes, capturas de pantalla e iconos del asset, 
teniendo en cuenta que siempre tiene que cumplir las especificaciones de la Asset Store Submission 
Guidelenes, por último, debemos abrir el proyecto de Unity en el que estemos desarrollando el asset, 
importar los asset store tools y actualizarle los metadatos correctamente, hecho esto, enviamos todo 
el paquete para la revisión de Unity. 
En caso de que pase el corte por parte de Unity, podremos ponerle un precio (o dejarlo gratuito) al 
asset y publicarlo. No existe una estimación de tiempo para saber cuánto tardarán en revisar el 
proyecto, solo cabe esperar pacientemente. 





El Marketplace es la tienda de Unreal engine 4, que fue presentado por Unreal apenas 6 meses 
después del lanzamiento del mismo motor, tiempo en el cual el motor solamente contaba con 
suscripción de pago, y por lo tanto, esa suscripción era un requisito para acceder al Marketplace, 
hasta febrero de 2015, momento en el que Epic decidió abrir su motor eliminando las suscripciones 
mensuales. 
Son bastantes las diferencias entre el Marketplace y el Asset store, la primera y más evidente es la 
diferencia de cantidad de elementos, Epic no proporciona cifras, pero muy lejos queda de los 18.000 
assets, también entendible por el menor tiempo de funcionamiento de la tienda del Unreal. 
No obstante, el contenido en sí es muy distinto, también está dividido por categorías, pero 




estar en cualquier juego debido a su elevado nivel técnico, elevando el precio medio de los elementos 
a unos 40 - 60€, además, los elementos gratuitos se limitan a tutoriales de Unity o los conocidos 
modelos de negocio versión gratuita limitada – versión de pago completa. 
El proceso de publicar contenido es muy similar al de Unity, tenemos todos los pasos en internet, 
nos registramos generamos una serie de imágenes, capturas e iconos y lo enviamos a Unreal, requiere 
una mención especial que, a diferencia de Unity, Unreal nos insta a publicar contenido con un precio 
mínimo (no gratuito), también nos sugiere que no nos excedamos con el precio.  
El proceso de revisión también difiere, Epic nos especifica que de media suele tardar alrededor de 2 
semanas, en éste proceso revisan tanto el nivel técnico / artístico del asset como su precio, pudiendo 
rechazar elementos por no tener un precio que ellos consideren correcto o aceptable. Pero éste es 
solo el primer paso, luego se envía a un tablero público de trello que sirve de corte de la comunidad, 
la cual vota qué elementos quiere que se publique, y los más votados son aquellos que se incorporan 
al Marketplace. 
También es mencionable que Epic se hace responsable de todos los aspectos típicos de una tienda, 
compras, devoluciones etc…, se exige un soporte oficial mientras el contenido esté publicado, 
reservándose el derecho de eliminar el contenido cuando éste no sea accesible. 
Epic retiene un 30% de las ventas de elementos, restando un 70% para el desarrollador. 
 
 
  El futuro del desarrollo de videojuegos 
 
Es imposible saber con certeza cómo será el futuro del desarrollo de videojuegos, pero tratar de 
imaginarlo puede ser una gran fuente de ideas y de innovación, lo cual adquiere importancia durante 
la fase diseño del sistema. 
Basándome en mi reducida experiencia en el desarrollo de videojuegos y el desarrollo web, auguro 
un futuro basado en la comodidad de desarrollo, en decremento de un cierto rendimiento o eficiencia, 
imagino que será así porque el hardware donde se ejecutan los videojuegos es cada vez más potente, 
a la par que las nuevas generaciones videojuegos son más cortos, con historias que pueden terminarse 





Teniendo en cuenta todas éstas condiciones, los desarrolladores buscarán las herramientas más con 
las que se sientan más cómodos y que optimicen su productividad en términos de velocidad de 
desarrollo, lo que se traduciría en más cantidad de videojuegos en menos tiempo. 
  
 
 Análisis y especificación 
 
La fase de análisis es una de las más importante, si no la más importante a la hora de plantear un 
proyecto, generar un buen diseño de lo que se quiere realizar es crucial para obtener un producto que 
realmente solucione un problema, y esto se consigue  evaluando sus requisitos, viabilidad y 
planificación desde todos los puntos de vista posibles. 
A continuación se explica con todo detalle en qué ha consistido el proceso de análisis y planificación 





El proyecto no tiene un único objetivo, son muchas las metas que se desean alcanzar, no se trata sólo 
del producto generado, se trata también de todo el conjunto de técnicas, metodologías, tecnologías y 
conocimientos empleados, el resultado final debe dejar patente todo lo que se ha sembrado a lo largo 
de toda una carrera universitario, especialmente el último año. 
Para concretar los objetivos específicos que se plantean en el proyecto son los siguientes: 
 Creación de una herramienta que pueda ser utilizada por desarrolladores de videojuegos, con 
el consecuente nivel técnico que ello conlleva. 
 Capacidad de análisis y diseño suficiente como para diseñar una herramienta que sea útil, 
eficiente y que realmente aporte funcionalidades de manera sencilla. 
 Abarcar todas áreas referentes a la consecución de proyectos, como son dirección, 
planificación, comunicación, diseño, implementación, comercialización y promoción. 
 Enfrentarse a tecnologías no usadas anteriormente, asumiendo las fases de aprendizaje y 




  Desarrollar una eficiente y eficaz documentación para que todos aquellos que quieran hacer 
uso de la herramienta puedan hacerlo con una corta fase de aprendizaje. 
 
  Identificación de requisitos 
 
En primer lugar se debe determinar los requisitos del proyecto, es decir, las necesidades reales que 
se deben cumplir como base de la funcionalidad de la aplicación. 
A continuación se detalla cada uno de los requisitos de la aplicación compuestos en tablas que 
contienen los siguientes atributos: 
 Nombre: conforma el título del requisito, para ser fácilmente identificable. 
 Descripción: Explica más detalladamente en qué consiste el requisito concreto,  
 Prioridad: Asigna un valor de importancia al requisito, los cuales pueden ser, ordenado de 
menos a más, medio, alto u obligatorio.  
 
 Requisitos funcionales 
 
Los requisitos funcionales son todas aquellas características que nuestra herramienta debe tener, y 
en concreto son todas aquellas que estás directamente relacionadas con funciones que el sistema debe 
satisfacer correctamente. 
Nombre Crear los subelementos 
Descripción Creación de los objetos básicos que más tarde compondrán el entramado del 
sistema de creación de personajes 
Prioridad Obligatorio 
Figura  1.3-1: Requisito funcional 1 
Fuente 12: Elaboración propia 




Descripción Creación de los objetos referentes a los personajes propiamente dichos, que no 
son más que un conjunto de subelementos con los cuales trabaja 
Prioridad Obligatorio 
Figura  1.3-2: Requisito funcional 2 
Fuente 13: Elaboración propia 
 
Nombre Gestionar posicionamiento y animaciones 
Descripción Gestionar, mediante los sockets de los cuerpos animados de Unreal, el 
posicionamiento de los subelementos y sus correspondientes animaciones 
Prioridad Obligatorio 
Figura  1.3-3: Requisito funcional 3 
Fuente 14: Elaboración propia 
 
Nombre Explotar y facilitar la instanciación de personajes 
Descripción Hacer uso de la arquitectura generalizada en la que se basan los personajes para 
permitir instanciarlos de manera paramétrica o procedural, dentro de un 
conjunto de posibilidades dado 
Prioridad Alto 
Figura  1.3-4: Requisito funcional 4 
Fuente 15: Elaboración propia 
 
Nombre Explotar y facilitar la gestión de los personajes 
Descripción Hacer uso de la arquitectura generalizada en la que se basan los personajes 
crear un sistema eventos simplificados 
Prioridad Alto 
Figura  1.3-5: Requisito funcional 5 




Nombre Crear un sistema de atributos adaptable 
Descripción Crear un sistema de atributos que se adaptable a la mayor cantidad y diversidad 
de personajes posible 
Prioridad Alto 
Figura  1.3-6: Requisito funcional 6 
Fuente 17: Elaboración propia 
 
Nombre Crear un módulo de control de personajes 
Descripción Crear un módulo que permita el control de los personajes, permitiendo al 
desarrollador que el personaje lo controle la inteligencia artificial o un jugador 
Prioridad Alto 
Figura  1.3-7: Requisito funcional 7 
Fuente 18: Elaboración propia 
 
Nombre Documentar la herramienta 
Descripción Antes de ser distribuido, todas las clases deben estar correctamente 
comentadas para tener una referencia que los desarrolladores consulten 
Prioridad Alto 
Fuente 19: Requisito funcional 8 
Fuente 20: Elaboración propia 
 
Nombre Elaborar un video tutorial de la herramienta 
Descripción Para facilitar y reducir el tiempo de aprendizaje, se va a realizar un video 
tutorial de cómo utilizar la herramienta en un proyecto de ejemplo 
Prioridad Media 
Figura  1.3-8: Requisito funcional 9 




Nombre Elaborar un video ejemplificativo 
Descripción Se realizará un video demostrando las posibilidades que brinda la herramienta, 
promocionando y publicitando su uso 
Prioridad Obligatorio 
Figura  1.3-9: Requisito funcional 10 
Fuente 22: Elaboración propia 
 
Nombre Elaborar plantilla de rpg 
Descripción Se realizará una plantilla para personajes de juegos rpg, que permita ahorrar 
tiempo y trabajo a la hora de realizar personajes para juegos de rpg 
Prioridad Medio 
Figura  1.3-10: Requisito funcional 11 
Fuente 23: Elaboración propia 
 
 Requisitos no funcionales 
 
Hacen referencia a requisitos que la herramienta debe cumplir, pero que no son directamente 
funciones específicas del sistema, sino que son propiedades que éste debe poseer: 
 
Nombre Usabilidad  
Descripción La aplicación debe ser usable, lo que significa que cualquier desarrollador debe 
de poder hacer de la misma de manera sencilla y sin largas explicaciones 
Prioridad Alto 
Figura  1.3-11: Requisito no funcional 1 








Descripción Se trata de una herramienta para desarrollar videojuegos, los cuales son una de 
las tareas computacionales más costosas, cuanto mejor optimizada esté la 
aplicación, podrá utilizarse en dispositivos con menores especificaciones, y 
dotará de mayor margen de trabajo al desarrollador 
Prioridad Alto 
Figura  1.3-12: Requisito no funcional 2 
Fuente 25: Elaboración propia 
 
Nombre Fiabilidad  
Descripción El sistema debe dar la seguridad y tranquilidad necesaria de que ningún sistema 
deje de funcionar o funcione de manera errática, ya que entorpecería la 
experiencia de usuario 
Prioridad Alto 
Figura  1.3-13: Requisito no funcional 3 
Fuente 26: Elaboración propia 
 
 Casos de uso 
 
En ésta sección se define y especifica la interacción de los distintos actores que participan en el uso 
de la herramienta, definiendo en todo momento quién y cómo debe interactuar con la herramienta 
para cada caso dado. 
Los actores que utilizaremos serán los distintos perfiles de desarrollo directamente implicados en el 
desarrollo del videojuego, y más en concreto con el desarrollo de personajes, delimitando la lista 
presentada en el punto Desarrollo de videojuegos, nos quedamos con Programador, Diseñador, 
Artista gráfico e ingeniero de sonido. 
En primer lugar, se presentan los distintos diagramas de casos de uso, empezando por el general, que 
define los casos de uso de toda la herramienta, y luego se delimita en dicho diagrama en qué usos 





Figura  1.3-14: Diagrama de casos de uso general 
Fuente 27: Elaboración propia 
 
Figura  1.3-15: Diagrama de casos de uso del programador 





Figura  1.3-16: Diagrama de casos de uso del diseñador 
Fuente 29: Elaboración propia 
 
Figura  1.3-17: Diagrama de casos de uso del artista gráfico 





Figura  1.3-18: Diagrama de casos de uso del Ingeniero de sonido 
Fuente 31: Elaboración propia 
 
A continuación se concretan y especifican los distintos casos de uso de la herramienta, para ello se 
hará uso de los siguientes atributos:  
 Título: Es la frase o palabra que identifica al caso de uso, 
 Actor: Indica la persona o las personas que deberá o deberán realizar la tarea en cuestión, en 
nuestro caso hará referencia al perfil de dicha persona. 
 Descripción: Se expondrá una breve explicación del caso de uso, mostrando el objetivo y la 
razón de ser del caso de uso. 
 Pre-condición: Especifica la condición que debe darse con anterioridad para posibilidad 
comenzar dicho caso de uso. 






Título Incluir herramienta en el proyecto 
Actor Programador 
Descripción Agregamos la herramienta a un proyecto de Unreal Engine 4. 
Pre-condición El proyecto debe haber sido creado. 
Post-condición La herramienta se encuentra dentro del proyecto 
Figura  1.3-19: Caso de uso 1 
Fuente 32: Elaboración propia 
 
Título Editar estructura de la plantilla 
Actor Programador 
Descripción Se edita la estructura de una plantilla seleccionada 
Pre-condición La herramienta debe estar incluida en el proyecto 
Post-condición Plantilla editada 
Figura  1.3-20: Caso de uso 2 
Fuente 33: Elaboración propia 
 
Título Crear plantilla nueva 
Actor Programador 
Descripción Se crea una plantilla nueva a partir de una copia de una plantilla existente o se 
crea una plantilla en blanco 
Pre-condición La herramienta debe estar incluida en el proyecto 
Post-condición Plantilla creada 
Figura  1.3-21: Caso de uso 3 





Título Añadir atributos a la plantilla 
Actor Programador 
Descripción Se añaden atributos nuevos a una plantilla seleccionada 
Pre-condición La herramienta debe estar incluida en el proyecto 
Post-condición Atributos añadidos 
Figura  1.3-22: Caso de uso 4 
Fuente 35: Elaboración propia 
 
Título Modificar atributos de la plantilla 
Actor Programador 
Descripción Se modifican los atributos para eliminarlos o cambiarles el nombre 
Pre-condición La herramienta debe estar incluida en el proyecto 
Post-condición Atributos modificados. 
Figura  1.3-23: Caso de uso 5 
Fuente 36: Elaboración propia 
 
Título Añadir funciones a la plantilla 
Actor Programador 
Descripción Se agregan funciones nuevas a la plantilla seleccionada 
Pre-condición La herramienta debe estar incluida en el proyecto 
Post-condición La platilla posee funciones nuevas 
Figura  1.3-24: Caso de uso 6 






Título Modificar funciones de la plantilla 
Actor Programador 
Descripción Modifica o elimina funciones existentes de la plantilla seleccionada 
Pre-condición La herramienta debe estar incluida en el proyecto 
Post-condición Las funciones de la plantilla  se modifican 
Figura  1.3-25: Caso de uso 7 
Fuente 38: Elaboración propia 
 
Título Agregar una plantilla a una escena 
Actor Diseñador 
Descripción Agrega la plantilla creada por el programador a la escena 
Pre-condición El programador debe haber realizado la plantilla previamente 
Post-condición Blueprint insertado en la escena 
Figura  1.3-26: Caso de uso 8 
Fuente 39: Elaboración propia 
 
Título Blueprint dentro de la escena 
Actor Diseñador 
Descripción El blueprint se encuentra dentro de la escena para poder trabajar con el 
Pre-condición El diseñador debe haber agregado el blueprint a la escena 
Post-condición Blueprint dentro de la escena 
Figura  1.3-27: Caso de uso 9 







Título Modificar valores de los atributos (Blueprint) 
Actor Diseñador 
Descripción Modificar los valores para ajustar aspectos como la Jugabilidad o la dificultad 
del juego 
Pre-condición El blueprint debe estar en la escena 
Post-condición Valores de los atributos modificados 
Figura  1.3-28: Caso de uso 10 
Fuente 41: Elaboración propia 
 
Título Acoplar o desacoplar subelementos 
Actor Diseñador 
Descripción Altera la composición de los personajes en función de los subelementos que lo 
componen, se puede modificar durante la ejecución 
Pre-condición El blueprint debe estar en la escena 
Post-condición Estructura del personaje modificada 
Figura  1.3-29: Caso de uso 11 
Fuente 42: Elaboración propia 
 
Título Añadir subelementos 
Actor Diseñador 
Descripción Crea subelementos que podrán ser acoplables a los personajes 
Pre-condición El blueprint debe estar en la escena 
Post-condición Subelementos creados 
Figura  1.3-30: Caso de uso 12 





Título Añadir animaciones 
Actor Artista gráfico 
Descripción Agrega animaciones a los personajes creados 
Pre-condición El blueprint debe estar en la escena 
Post-condición Personaje con animaciones nuevas 
Figura  1.3-31: Caso de uso 13 
Fuente 44: Elaboración propia 
 
Título Añadir recursos sonoros (blueprint) 
Actor Ingeniero de sonido 
Descripción Añade recursos sonoros al personaje creado 
Pre-condición El blueprint debe estar en la escena 
Post-condición Personaje con recursos sonoros nuevos 
Figura  1.3-32: Caso de uso 14 
Fuente 45: Elaboración propia 
 
Título Controlador jugador/IA 
Actor Programador 
Descripción Modifica el comportamiento del personaje, alterando su control entre 
inteligencia artificial o jugador 
Pre-condición El blueprint debe estar en la escena 
Post-condición Comportamiento del personaje modificado 
Figura  1.3-33: Caso de uso 15 







Descripción Instancia un personaje dentro de la escena, creándolo dentro del juego 
Pre-condición El blueprint debe estar en la escena 
Post-condición Personaje instanciado en la escena 
Figura  1.3-34: Caso de uso 16 
Fuente 47: Elaboración propia 
 
Título Subelementos 
Actor Artista gráfico 
Descripción Instancia un personaje dentro de la escena, creándolo dentro del juego 
Pre-condición Añadir subelementos previamente 
Post-condición Existe el subelemento en el proyecto 
Figura  1.3-35: Caso de uso 17 
Fuente 48: Elaboración propia 
 
Título Referenciar subelementos a la plantilla 
Actor Artista gráfico 
Descripción Se referencia un subelemento como candidato a “encajar” en determinados 
slots de los arquetipos de personajes 
Pre-condición Subelementos existentes en el proyecto 
Post-condición Subelemento referenciado a la plantilla 
Figura  1.3-36: Caso de uso 18 





Título Añadir texturas a los subelementos 
Actor Artista gráfico 
Descripción Añade texturas o mapas de distintos tipos a los subelementos, ya sea difuso, 
especular, normales, mapas de shaders basados en físicas, etc... 
Pre-condición Subelementos existentes en el proyecto 
Post-condición El subelemento cuenta con texturas 
Figura  1.3-37: Caso de uso 19 
Fuente 50: Elaboración propia 
 
Título Añadir modelos 3D a los subelementos 
Actor Artista gráfico 
Descripción Añade mallas tridimensionales a los subelementos 
Pre-condición Subelementos existentes en el proyecto 
Post-condición El subelemento cuenta con malla 3D 
Figura  1.3-38: Caso de uso 20 
Fuente 51: Elaboración propia 
 
Título Añadir recursos sonoros (subelementos) 
Actor Ingeniero de sonido 
Descripción Añade recursos de sonido directamente asociados  a un subelemento concreto 
Pre-condición Subelementos existentes en el proyecto 
Post-condición El subelemento cuenta con recursos sonoros 
Figura  1.3-39: Caso de uso 21 





Título Modificar valores de los atributos (subelementos) 
Actor Diseñador 
Descripción Modificar los valores de cada subelemento para ajustar aspectos como la 
Jugabilidad o la dificultad del juego 
Pre-condición Subelementos existentes en el proyecto 
Post-condición Valores de los atributos modificados 
Figura  1.3-40: Caso de uso 22 
Fuente 53: Elaboración propia 
 
 Lista de tareas 
 
A continuación se muestra una lista de tareas que conforman todo el proyecto segmentado en trozos 
pequeños para poder realizar una estimación más precisa de las horas de trabajo, esta lista es muy 
útil para tareas de planificación y para la generación de un presupuesto 
La lista está agrupada por tareas que se subdividen en varias funciones para hacerlo más claro, se 
puede apreciar la tabulación en los elementos divididos. Además al final de la tabla aparece el total 
de horas, sumado a un valor de margen del 10% del total de horas, esto se ha hecho así para cubrir 
probables fallos de programación o estimación de horas. 
 
crear subelemento 13,5 
obtener modelos de prueba 1 
añadir modelos 3d 2 
obtener texturas de prueba 1,5 
añadir texturas 2 
añadir colisionadores 3 
gestionar subelementos sueltos 4 
crear objeto contenedor 23 
analizar estructura por defecto de unreal 3 
Crear estructura con "huesos" 6 
añadir estructura de huesos por defecto de unreal 4 
añadir colisionadores 2 
Crear sockets 8 
comunicar 8 




desacoplar de sockets 3 
probar comunicación 2 
gestionar animaciones 20 
introducir animaciones por defecto del motor 3 
animar ejemplo básico 3 
Cambiar de animaciones 4 
mezclar animaciones 10 
gestionar atributos 12 
añadir atributos normales 1 
añadir atributos encadenados 2 
gestionar atributos encadenados 2 
añadir atributos multiplicadores 2 
gestionar atributos multiplicadores 2,5 
recalcular atributos 1,5 
obtención de atributos 1 
funciones de creación 32 
documentación sobre querys 8 
crear un sistema de referencias para los subobjetos 8 
analizar cómo se puede hacer un sistema de "query" 8 
crear un sistema de "query" para buscar subobjetos 3 
creación mediante el sistema de búsqueda 5 
funciones de eventos 9 
analizar que eventos hacen falta 2 
introducir eventos 3 
comunicar eventos de los subelementos 4 
gestionar sonido 7 
añadir recursos 2 
gestionar eventos 2 
gestionar reproducción 3 
gestionar módulo de control 8 
inteligencia artificial 5 
jugador 3 
crear plantilla vacía 1,5 
Optimizar y mejorar 14 
agregar comentarios en funciones 5 
comprobar código 9 
probar / evaluar 12 
pruebas de rendimiento 6 
pruebas de robustez 6 
crear plantilla aventura 12 
crear estructura 4 
obtener recursos 8 
generar documentación 27 
video promocional 8 





documentación escrita (wiki) 8 
video tutorial 11 
grabar y montar 5 
postproducción 6 
    
total 199 
total + 10% margen 218,9 
 
 
 Ámbito y público objetivo 
 
Ésta herramienta está destinada primordialmente al sector de los videojuegos, más específicamente 
al desarrollo de videojuegos bajo el motor Unreal Engine 4, lo que incluye el desarrollo de 
videojuegos  pequeños, medianos y grandes. 
Cuando se habla de videojuegos de todo tipo y de toda magnitud se hace referencia directamente al 
número de personas que trabajan en el mismo, y éste es un factor determinante: 
 Los videojuegos pequeños suelen ser videojuegos  para dispositivos móviles o navegador, 
los cuales son desarrollados entre 1 y 3 personas, son juegos que no esperan ser súper ventas, 
a menudo desarrollados por hobby y sin ánimo de lucro, en éste segmento hay que tener en 
cuenta que los desarrolladores poseen un perfil altamente polivalente, ya que cada uno de 
ellos se ve obligado a encargarse de varios aspectos del desarrollo para poder abarcar el 
proyecto entero.  
 Los videojuegos medianos suelen tener como plataforma objetivo dispositivos móviles, 
consolas portátiles, ordenadores y en segundo lugar consolas de salón, son desarrollados por 
grupos en los que, como mínimo, hay una persona especializada en cada aspecto del 
desarrollo. 
 Los videojuegos grandes son aquellos títulos que requieren de años de trabajo y numerosos 
grupos, de más de 35 personas, capaces de crear grandes cantidades de contenido y unirlo en 
un proyecto, son desarrollados por estudios que manejan mucho dinero, y son empresas que 
sólo utilizarían herramientas de terceros si éstas están implementadas de manera perfecta, ya 
que son lo suficiente grandes como para contratar a una persona extra para hacer ese apartado 





Con el fin de abarcar todos éstos perfiles, todas las funcionalidades se han medido y 
analizado de manera categorizada en función de las distintas áreas de trabajo del videojuego, 
lo que posibilita su uso para grandes y medianos desarrollos, y en caso de desarrollos 
independientes simplemente los desarrolladores que abarquen más de un área se deberán 
encargar de dichas tareas de otras áreas. 
 
  Herramientas de Software y Hardware 
 
A continuación se detallan las herramientas utilizadas, tanto para desarrollo como aquellas que se 
han tenido de referencia en las que se desarrollará con la aplicación. 
  Herramientas de desarrollo 
 
Para el desarrollo del proyecto se va a hacer uso de las siguientes herramientas de software: 
 Unreal Engine 4: será la plataforma donde se desarrolle la mayor parte del tiempo, 
programando bajo el sistema de Blueprints creado por Epic, así como utilizada para la 
creación de ejemplos y de testeo de la herramienta. 
 Blender: se utilizará para la creación de contenido de ejemplo 
 Gimp: se utilizará para la creación de contenido de ejemplo 
 Microsoft Project: será la herramienta con la que se proceda al seguimiento y evaluación de 
los avances del proyecto. 
 Fraps: herramienta utilizada para la grabación de video de la pantalla. 
Por otro lado, las siguientes herramientas se utilizarán como herramientas de hardware: 
 Ordenador portátil Toshiba, con un procesador Intel Core i7-3610, con 8gb de memoria ram 
y gráfica integrada AMD 7670, cuya pantalla es de 15,6 pulgadas con una resolución de 
1366x768. Teniendo en cuenta el motor a utilizar, es un sistema ajustado en todas sus 
características, pero se puede trabajar. 
 Monitor externo para maximizar la productividad, especialmente con el motor. 




 Herramientas objetivo 
 
Para poder hacer uso de la herramienta desarrollada los requisitos serán los mismos que los que tiene 
el motor Unreal engine 4, los cuales son los siguientes: 
 Como requisitos mínimos, procesador quad-core de Intel o AMD, de 2,5GHz o más rápido, 
8 gigabytes de ram y tarjeta gráfica Nvidia 470 GTX o AMD Radeon 6870HD o superior. 
 Sistema operativo Mac OSX 10.9.2, Windows 7(64 bit) o Windows 8(64 bit), .NET 4.0, 
DirectX End-User Runtimes (June 2010), Visual Studio 2013 Express o Professional, Xcode 
5.0 y iTunes 11 o superior. 
 
  Estimación de costes 
 
A lo largo de todo el proyecto sólo encontramos dos costes, en primer lugar tenemos la licencia de 
Microsoft Project, que es el único programa de pago que se utilizará durante el desarrollo del 
proyecto, y por otro lado tenemos el coste humano, las horas de trabajo del único trabajador que 
realizará el proyecto, yo mismo. 
El proyecto tiene una duración aproximada de 4 meses, luego la licencia del Microsoft Project 
costaría 41.2€. No obstante, se utilizará la plataforma MSDN, la cual, mediante la Universidad de 
Alicante proporciona software de Microsoft de manera gratuita, incluido el MS Project. 
Por otro lado el coste humano, que en este caso, y teniendo en cuenta que la experiencia profesional 
es inexistente, se ha fijado un coste de 13€ por hora, teniendo en cuenta las 235,4€ horas de trabajo 
(las horas de elaboración del presupuesto no están incluidas), hace un total de 3060.2€. 
Contando todos los gastos, el proyecto supone un coste total de 3060.2€. 
 
 
  Monetización 
 
Para la monetización de la aplicación se utilizará como principal y único canal el Marketplace Unreal 
engine 4, el cual deja libertad para asignar el precio que se desee, y por cada venta retiene un 30% 




El precio de la herramienta será de 25€, para asignarlo se han tenido en cuenta la cantidad de trabajo 
que tiene, la utilidad que aporta y los precios de herramientas parecidas que se encuentran ya 
disponibles en el Marketplace. Éste aspecto deberá pasar la aprobación de Epic como distribuidor, 
en caso de no aceptarse, se modificará a un precio más apropiado. 
Teniendo en cuenta el segmento de mercado al que va destinado, no se puede esperar una gran 
cantidad de ventas, puesto que ni es el motor de videojuegos más utilizado hoy en día, ni todos sus 




Se ha realizado un especial hincapié en la metodología llevada a cabo, con el fin de hacerlo un 
proyecto de carácter más profesional, usando tecnologías y maneras de trabajar que sean realmente 
funcionales, y que proporcionen una visión privilegiada del estado del proyecto, otorgándole así 
capacidad de reacción ante los imprevistos y/o posibles complicaciones.  
A continuación se comentan el software utilizado para realizar la gestión del proyecto, la metodología 
bajo la cual se ha realizado el seguimiento del proyecto y por último, el sistema de control de 
versiones del que se ha hecho uso. 
 
 Software de gestión de proyecto 
 
En primer lugar, la pieza más importante del seguimiento, la herramienta donde se actualizará el 
estado del proyecto, basándome en la experiencia de las herramientas previamente utilizadas en otros 
trabajos, tanto colaborativos como individuales, se ha confeccionado una lista de características 
comunes entre los sistemas  de gestión de proyectos, ordenado por importancia: 
 Generación de informes o gráficas que permitan visualizar el estado del proyecto desde 
distintos puntos de vista 
 Sencillez de uso, la puesta a punto algo que suele requerir cierta inversión de tiempo, pero 
lo importante es que durante la ejecución, las pequeñas actualizaciones sean rápidas y 
cómodas. 
 Seguimiento del tiempo de trabajo, con el fin de comparar el tiempo de ejecución frente al 
tiempo presupuestado, aspecto fundamental en un sistema profesional, además sirve para 




 Elaboración de presupuestos en función de las tareas, permitiendo gestionar los recursos del 
proyecto, visualizando costes e ingresos. 
 
Además de estos aspectos, las siguientes características supondrían un plus en la elección de la 
herramienta a utilizar: 
 Multiplataforma, debido a que muchas veces los reportes que hay que actualizar en la 
aplicación contienen poca cantidad de información, y sería cómodo poder acceder desde el 
dispositivo móvil (Smartphone o Tablet). 
 Sistema colaborativo, éste proyecto es de carácter individual, pero utilizar una herramienta 
que permita colaborar fácilmente con un grupo de trabajo supondría un plus como 
aprendizaje de cara a futuros proyectos. 
Actualmente hay una gran variedad de herramientas que nos permiten gestionar proyectos, 
previamente he utilizado Redmine en un proyecto junto a 2 compañeros más, también se han probado 




Se trata de una herramienta muy completa y completamente gratuita, cuenta con todas las 
características que se necesita, a excepción de la elaboración de presupuestos, y además no es 
excesivamente rápida de usar, ya que su interfaz está un poco anticuada, al funcionar totalmente por 
web se echan en falta opciones como Drag and drop o Selección múltiple, elementos que mejoran 
ampliamente la experiencia de usuario y su velocidad de uso a la hora de realizar las actualizaciones 
diarias, que es la tarea más repetitiva de todo proyecto. 
Por todo esto, y por el deseo de experimentar herramientas nuevas y diferentes me han llevado a 




BamBam! es una herramienta web bastante completa y bastante utilizada de gestión de proyectos, ha 




como son  Chime y Springloops, para el control de las horas realizadas y el control de versiones 
respectivamente. 
Posee una cuidada interfaz y experiencia de usuario, está orientada a grupos de trabajo con roles 
versátiles, y uno de sus puntos fuertes es el precio, ya que hasta 10 personas (tarifa start-up) es 
completamente gratuito, sin límites de espacio, ni de número de proyectos, y con todos los 
complementos usables. 
No obstante, no todo es positivo, Chime el sistema de control de tiempo trabajo está muy orientado 
a trabajadores freelance que cobran por horas de trabajo realizado, mostrando registros de tiempo y 
permitiendo marcarlos como cobrados o pendientes de cobrar, pero siendo poco útil y falto de 
funcionalidades para el uso que éste proyecto realmente necesita. 
Además, no cuenta con ningún tipo de visualización gráfica más allá de una barra de progreso que 





Jira es el gestor de proyectos realizado por Atlassian, cuenta con todos los elementos que requiere el 
proyecto, pero se encuentran divididos en módulos y la versión gratuita cubre exclusivamente el 
seguimiento básico del proyecto, sin los tableros de metodologías ágiles ni la generación de informes. 
También cuenta con un tipo de suscripción para estudiantes que se permite configurar con todos los 
módulos deseados, pero no permite gestionar proyecto con finalidades comerciales. 
Después de acceder con la cuenta de estudiante y probar jira la sensación es buena, la gestión de 
tareas mediante metodologías ágiles es realmente potente y sencilla, pero la modularidad realmente 
es más problema que bendición, ya hay que ir moviéndose de módulo en módulo para visualizar la 
aplicación. 
Por último, sobre jira como gestor de proyectos he de decir que la parte de informes y visualización 
del estado del proyecto no me terminó de gustar, especialmente teniendo en cuenta que hay otras 
herramientas gratuitas que lo hacen mejor.  
 





La última de las herramientas analizadas es la solución propuesta por Microsoft, Project, una 
aplicación de la suite de office, el plan más económico que la incluye es el de office 365 empresa, 
que tiene un coste de 10.70 € al mes si se paga mes a mes, o 8.80€ si se contrata una suscripción 
anual. 
MS Project es una herramienta ampliamente utilizada en el mundo empresarial, y cuenta con un gran 
soporte por parte de la comunidad, con tutoriales y ejemplos de seguimiento de proyectos, todo ello 
añadido a las potentes plantillas de proyectos que incluye el paquete de office. 
El principal problema a la hora de utilizar Project es su curva de aprendizaje, ya que al ser una 
solución más completa y amplia que sus rivales, es más complejo de utilizar, y requiere de cierto 
aprendizaje. 
Como herramienta para seguimiento de proyectos, cuenta con todas las funciones deseadas, control 
del trabajo a lo largo del tiempo, edición rápida de los datos, visualización gráfica de los datos, y 
sobretodo, lo mejor que tiene es la generación de informes, los cuales, realizada la configuración 
inicial del proyecto, se generan con tan sólo unos clics, y ofrecen los datos desde distintos puntos de 
vista, perfecto para analizar y evaluar los progresos sobre el trabajo realizado, realizar presupuestos 
y otras tareas de seguimiento y planificación. 
 
  Seguimiento del proyecto 
 
El seguimiento del proyecto se realizará a tres niveles, en un primer nivel, en el Microsoft Project se 
irán actualizando todas las tareas diariamente para indicar el trabajo que se ha realizado de cada una 
de ellas, actualizando el progreso de cada tarea y marcando en cada caso si la tarea está acabada o 
tiene trabajo restante. 
En un segundo nivel se llevarán a cabo una serie  de reuniones semanales todos los lunes, ésta es una 
práctica heredada de las metodologías ágiles (SCRUM) utilizada en proyectos previos y que ha 
funcionado realmente bien, utilizar el término reunión para un proyecto  de carácter individual es 
algo extraño, la idea es realizar una revisión del estado general del proyecto cada semana, generar 
informes para analizar el correcto progreso del proyecto, y en caso de no ser correcto, reaccionar 
rechazando tareas o compactando el trabajo, aumentando las horas diarias. El resultado de estas 
reuniones se puede ver en el apartado de Anexos. 
Por último, el tercer nivel de seguimiento se realizará en tutorías, presentando los avances del 






 Control de versiones 
 
En anteriores trabajos he utilizado como herramienta de control de versiones Subversion,  llegando 
a utilizar resolución de conflictos, combinación de código y trabajo en equipo, obteniendo resultados 
realmente satisfactorios. 
Para éste proyecto, se va a utilizar git, para conocer las diferencias entre ambos sistemas, conocer la 
filosofía de los repositorios distribuidos y sus beneficios, especialmente por la fuerza que está 
cogiendo el git en el ámbito profesional en estos últimos años. 
Como repositorios, en proyectos anteriores se han utilizado el servicio de repositorio de la 
Universidad de Alicante, en otro proyecto se utilizó el plan gratuito de repositorio online 
proporcionado por Assembla, y en el último proyecto llevado a cabo, se creó un repositorio en un 
ordenador propio. 
Debido a las ventajas que proporciona contar con un servidor que aloje los datos de manera remota, 
se va a hacer uso repositorio online, las dos principales opciones son github o bitbucket. 
Debido a que se trata de un proyecto con más que posibles salidas comerciales, github tiene un gran 
problema, y es que su plan gratuito no permite repositorios privados, únicamente públicos, motivo 
por el cual se ha seleccionado a bitbucket, el servicio de repositorios online de Atlassian, el cual es 
completamente gratuito hasta 5 usuarios . 
 Planificación temporal 
 
Para planificar el tiempo de desarrollo se ha partido de la lista de tareas obtenida previamente, 
agrupándolas por hitos y asignándoles fechas de inicio y de final, de ésta manera se han creado 3 
hitos: diseño, especificación y documentación. 
 
 Cuerpo del trabajo 
 
En ésta sección se hablará de la consecución del proyecto, presentando una solución al problema 




En primer lugar cabe destacar la profunda fase de aprendizaje que ha acompañado al desarrollo de la 
herramienta en todo su proceso de creación, debido, en mayor medida, a la escasa experiencia previa 
con el motor (Unreal Engine 4). 
Debido a que todo ha sido creado bajo los Blueprints de Unreal engine 4, un sistema de programación 
visual que se comenta más abajo, el aprendizaje se basaba en conocer y comprender las herramientas 
y componentes que hacían falta en cada momento de entre todas las herramientas y componentes que 
el motor proporciona, analizándolas desde el punto de vista de la eficiencia, la comodidad de uso y 
la inteligibilidad de cada uno de ellos. 
A lo largo de ésta fase, los principales lugares de referencia fueron el foro de unreal engine 4, donde 
se puede hacer preguntas y consultar las realizadas por otros miembros de la comunidad, así como 




Los Blueprints son un sistema de programación visual y que pueden aglutinar toda la lógica de los 
juegos realizados bajo el unreal engine 4, pudiendo elegir entre Blueprints y c++. 
  
Figura  1.5-41: Ejemplo de blueprint 






Realmente no es algo nuevo, puesto que en la tercera versión del motor, conocida como unreal 
development kit (UDK), ya existía algo parecido, llamado “kismet”, el predecesor de los Blueprints. 
Mediante Blueprints podemos acceder a todos los actores presentes en la escena, así como a sus 
componentes, y modificarlos como deseemos, además ofrece un sinfín de funciones como si de una 
librería se tratase, ordenación de elementos de un array, bucles, funciones para convertir variables a 
otros tipos, etc… 
En términos de eficiencia, evidentemente no es tan rápido como programar directamente en c++, y 
en qué medida es más lento es una variable compleja, en algunos foros desde Epic se apunta a una 
ineficiencia del 10%, pero lo cierto es que en cada versión del motor se actualiza y trabajan por 
agilizar y optimizar el sistema de Blueprints. 
 
 Tipos de Blueprints 
 
A continuación se realizará un breve repaso a los distintos tipos de Blueprints con los que contamos 
en el motor: 
 Level Blueprint 
 
Se trata de un tipo especial de Blueprints, actúa como un gráfico de eventos global, en el que los 
actores pueden llamar a funciones o incluso gestionar el flujo de información, también poseen 
mecanismos para relacionar eventos concretos a ciertos actores. 
Por otro lado, los level Blueprints tiene la capacidad de gestionar el cambio entre niveles, así como 
abrir y cerrar niveles.  
También cabe mencionar que a nivel de level Blueprints tenemos la herramienta llamada Matinee 
que nos permite gestionar eventos y trayectorias de cámara para realizar escenas cinematográficas. 
 
 Blueprint class 
 
Son la clase de la que parten los demás Blueprints, a menudo se omite el “class” y se le hace 




Se trata de una herramienta que permite a los creadores de contenido añadir fácilmente funcionalidad 
a las clases existentes, Se crean dentro del editor visual de Unreal Engine, en lugar de directamente 
escribiendo código, y se guardan como un asset más. 
Se utilizan para definir un nuevo tipo de clase o de actor que será colocado en la escena mediante 
instancias que podrán intervenir como los demás actores. 
 
 Data-only blueprint 
 
Se trata de un tipo de Blueprints que contienen únicamente el código (en forma de gráficos de nodos), 
variables y componentes heredados de su clase padre, para permitir una modificación de atributos o 
propiedades, siempre y cuando no se añadan elementos nuevos. 
Básicamente son un remplazo de arquetipos que pueden ser usados para permitir a los diseñadores 
ajustar propiedades o asignar variaciones a los objetos. 
Si se desea añadir funciones o elementos nuevos, el motor nos permite fácilmente convertirlos a 
Blueprints normales. 
 
 Blueprint interface 
 
Una interfaz de Blueprint es un Blueprint que contiene una serie de funciones, pero únicamente su 
declaración, no su implementación.  
Una vez creadas, las interfaces pueden ser añadidas a otros Blueprints, obligando a dichos Blueprints 
a implementar una especificación de la función declarada en la interfaz, exactamente igual que el 
concepto de interfaz en la mayoría de lenguajes de programación. 
 
 Blueprint macro library 
 
Éstos Blueprints son simplemente una colección de funciones que pueden ser reutilizadas a lo largo 
del proyecto, una vez creadas las funciones dentro de una Blueprint macro library, automáticamente 




También cabe mencionar que los macros creados se auto expanden, esto es que se colapsan sus nodos 
durante la compilación, lo que significa que las librerías de macros no necesitan ser compiladas. 
 
 Third person character 
 
Debido a que la herramienta se realiza para ser utilizada bajo el motor de unreal engine 4, es 
interesante analizar las soluciones aportadas por parte de los creadores del motor, en éste caso se ha 
analizado el third person character example, solución provista por parte de Epic para el uso de 
personajes con cámara en tercena persona, lo que incluye un personaje completamente funcional, 
con físicas, control tanto con teclado, como gamepads y dispositivos móviles, además de hacer uso 
de los módulos de animación e inteligencia del motor, lo que lo hace completamente compatible con 
una gran cantidad de contenido actualmente publicado en el Marketplace, así como a un sinfín de 
tutoriales y respuestas disponibles en los foros de ue4answershub y en YouTube. 
Una vez analizado y contrastado el ejemplo dado, se ha decidido utilizar como punto de partida para 
la construcción de la herramienta, básicamente, el arquetipo del personaje hereda del third person 
character, lo que nos permitiría incorporar fácilmente cambios u optimizaciones realizadas por parte 
de Epic en el third person character. 
No obstante no todo son ventajas, ya que debido a utilizar una herramienta no realizada por mí me 
topé con quebraderos de cabeza que no son fáciles de entender, por ejemplo, la malla original del 
personaje sigue estando en el personaje, solo que está oculta, el problema viene de que por defecto, 
el motor no gasta tiempo en realizar cálculos referente a las animaciones esqueléticas de los 
elementos ocultos, y dentro del árbol de la escena del motor, el nodo referente a la malla del personaje 
está oculto, y por mucho que sus hijos estén visibles, al estar el padre oculto, los siguientes no se 
mostraban, y no se actualizaban las deformaciones de sus huesos correctamente. Como se comenta 
anteriormente, son problemas inesperados que ralentizan el desarrollo por tener que encontrar el 
problema exacto. 
Por otra parte, Epic provee de otros ejemplos para personajes en primera persona o juegos de coches, 
que son distintos al de tercera persona, pero los tres parten de la misma base, y lo cierto es que sería 
relativamente sencillo realizar una conversión para portar el trabajo realizado a un personaje distinto 
del de tercera persona, ya sea en primera persona o de coches, seguiría beneficiándose de las mismas 






 Clases y elementos utilizados 
 
Durante el desarrollo de la herramienta, se ha hecho uso de una gran cantidad de actores, 
componentes y otro tipo de elementos, con el fin de no hacer demasiado pesada la memoria y no 
introducir información redundante, todos los elementos y las clases utilizadas se encuentran 
perfectamente detalladas en la documentación preparada para los desarrolladores, la cual está 
incluida en la sección de anexos. 
Para añadir una vista general a todas las clases de las que está formada la herramienta, se ha creado 
el siguiente diagrama, que sirve como un gran resumen del trabajo realizado, en él se pueden ver los 
atributos y las funciones de cada clase, así como la clase padre de cada uno de ellos (si tiene), y las 
relaciones entre ellas. 
 
 
Figura  1.5-242: Diagrama de clases 






 Solución propuesta 
 
Finalmente, la solución propuesta posee las siguientes características, las cuales aparecen ilustradas 
con una imagen explicativa, la cuales están sacadas de las secuencias extraídas del vídeo de 
presentación de la herramienta: 
 Animaciones incluidas: incluido el sistema de animación de unreal engine, que permite 
incluir cualquier animación de bípedo compatible con el motor. 
 
 Sistema de atributos completo: posee un completo sistema de atributos en el que cada pieza 





 Atributos completamente usables: el sistema de atributos incorporado calcula los atributos 
al modificar valores de cualquiera de las piezas, y la herramienta proporciona un flujo de 
información para hacer uso y explotar toda la funcionalidad de los valores extraídos. 
     
 
 Inteligencia artificial: Incluido en el sistema de inteligencia artificial de unreal engine, que 





 Sistema de eventos simplificados: se ha creado un flujo de eventos que facilita la complexión 





 Objetos coleccionables: se puede incluir en la escena objetos que se acoplen a nuestro 
personaje si pasamos sobre ellos, estos objetos giran y tienen un efecto de rebote para 













 Vídeo publicitario 
 
Para la publicación y difusión de la herramienta desarrollada se ha realizado un vídeo, que sirve para 
enumerar y mostrar las principales características de las que dispone, el vídeo esta subido a internet 
y es de acceso público desde la plataforma de YouTube, pudiendo visualizarlo desde aquí. 
 
 
Figura  1.5-343: Captura del vídeo promocional 




Para la grabación del vídeo se analizaron diversas herramientas de grabación de pantalla, entre las 
que se encuentran el siguiente software: 
 Nvidia shadowplay: no funcionaba al no detectar el contexto generado por el motor unreal 
engine en modo de depuración como juego, y por lo tanto, no lo grababa. 
 Fraps: software muy conocido y extendido para la grabación de videos, posee una gran 
calidad de grabación, pero limitado a 30 segundos de grabación en su versión gratuita, 
además de que la codificación de vídeo resulta realmente ineficiente en términos de espacio, 
llegando a ocupar más de 15 Megabytes por segundo de vídeo. 
 Open Broadcasting Software (OBS): se trata de una aplicación de open software, por lo 




la retrasmisión en directo del mismo. Posee gran cantidad de configuraciones, lo que la hace 
más compleja de manejar, pero la calidad obtenida y la eficiencia en términos de espacio es 
realmente buena, por todo ello, es la herramienta escogida para la grabación del vídeo. 
 Producción 
 
Para la producción del vídeo también se analizaron herramientas de software gratuitas o de bajo coste 
para sustituir a las herramientas utilizadas en otros proyectos (Adobe  After effects y Adobe 
Premiere), no obstante, la búsqueda no dio ningún resultado de calidad y que realmente fuese capaz 
de sustituir a los anteriormente nombrados sin requerir de un largo período de aprendizaje. 
 
Finalmente se decidió utilizar Adobe After effects para añadir a todas las tomas que muestran las 
características del juego un cartelito que indica que está hecho para Unreal Engine 4 (“made for:” 
seguido del icono), además de un cartel que anuncia la característica expuesta en cada toma. 
Por otro lado, se utilizó el Adobe Premiere para montar las tomas ya editadas, añadirles una suave 
transición con un degradado a negro y añadir la música de fondo, que fue extraída de la web 
freesound.org con licencia creative commons, y que ha sido correctamente atribuido en la 










Con el proyecto finalizado y listo para entregar, se puede hacer un breve análisis y sacar conclusiones 
de la ejecución del mismo. 
Desde un principio, fue grande la motivación a lo largo del proyecto, dicha motivación fue cayendo 
poco a poco y en torno al ecuador del desarrollo, los avances eran algo lentos, hecho realmente común 
entre los proyectos de una cierta duración (me remito a las clásicas gráficas que analizan la 
motivación de los trabajadores a lo largo de proyectos concretos), no obstante, finalmente se remontó, 
y se pudo acabar todo como estaba planeado. 
Con éste proyecto he aprendido mucho, puesto que es el proyecto de carácter menos académico de 
toda la carrera, ya que la finalidad con la que ha sido desarrollada la herramienta ha sido la de 
conseguir un proyecto con la calidad y las características necesarias para ser publicada, lo cual 
supondría un plus a nivel de experiencia, así como la motivación personal y la posible remuneración 
económica del proyecto. 
El esfuerzo realizado para convertir el proyecto en realidad ha sido grande, así como la experiencia 
y los conocimientos adquiridos durante toda la carrera, que han sido concentrados y explotados para 
obtener lo mejor de mí, y personalmente pienso que ha merecido la pena, ya que el resultado final es 
una herramienta que realmente puede ayudar a los desarrolladores en la creación de videojuegos con 
personajes con las características descritas. 
 
Futuro del proyecto 
 
CMS es un proyecto que no ha hecho más que comenzar, ya existe una versión funcional y cuyo 
siguiente paso inmediato, y que ya está en proceso, es su publicación en la tienda oficial de assets de 
Unreal Engine 4, el Marketplace. 
Una vez publicada, ya podrá ser adquirida por los desarrolladores, de ésta manera se podrá medir y 
cuantificar el interés que genera, así como contrastar la utilidad y facilidad de uso del sistema 
desarrollado. 
Por otro lado, también existen muchas posibilidades de expansión, la primera de ellas sería la mejora 
del sistema ya creado, ya sea mediante optimizaciones o módulos nuevos, como podrían ser la 
posibilidad de crear personajes no humanoides, o mejoras propuestas pos aquellos desarrolladores 




Por otro lado, también existe la vía de expansión horizontal, por ejemplo, portando el sistema de 
personajes a otros motores, en especial a Unity3D por su cuota de mercado dentro del mundo de los 
motores 3d, otras opciones serían la creación de otras herramientas distintas, para ser publicadas 
dentro del Marketplace del Unreal Engine 4, y que sean especialmente compatibles – 
complementarles entre sí, lo que haría a ambas herramientas más interesantes, pudiendo establecer 
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