Modern applications for graphics demand a broader perspective. It has become necessary ro think of "interaction in the large": to consider the issues of managlng many thousands of drawings, perhaps over many years of development, within the broader semantic context of such applications as engineering design and manufacture. In developing interactive graphics systems that can supporr large applications, it is surely important to first identify simple and powerful principles for their design. More sophisticated tools per se:ue no panacea-Experience has shown that developing tools based upon ostensibly less powerful techniques can enhance the range of application: c.f. [7] of non-linear equations inherent in declarative constraint-based systems. This paper aims to appraise current progress towards supporting interactive graphics within the framework of a general-purpose programming paradigm based upon definitions: "definitive programming". Previous papers dealing with related work include U,2,31. Though many of the issues addressed were considered in [2] , there have been several subsequent developments that motivate a re-examination. As described in [4, 5] , the concept of definitive programming has itself been enriched through the identification of an abstract machine model that can suppon far more sophisticated computation than the "pure definitive notations" of [1] . This significantly enhances the scope for representing dynamic data relationshipr, and dealing with concerns -such as animationwhere control structures are required. Of additional interest is the parallel development of interactive graphics systems based upon geometric constructions U,l3l: work rhat can be directly related to the definitive programming approach -with mutual benefit. For instance, definitive programming provides a much broader perspective within which to consider the use of "imperative constraints", whilst research on constnrction-based modelling suggests new and better solutions to the technical problems of dealing with complex operators raised in t2l.
. Fundamental issues for interactive graphics
The focus in this paper is upon graphics systems that involve interaction in a significant sense. A system that supports "visual programming" is not necessarily such a system: the main function of a graphical interface may be to permit convenient editing of a program that routinely generates graphical images in an autonomous way. To invoke the concept of "significant interaction" is itself to beg a question: "Is it possible to make an objective claim that one sysrem supports richer interaction between the user and the computer than another?" This paper argues that it is -provided that the reader will accept the thesis that a spreadsheet gives better support for interactive calculation than a pocket calculator.
To appreciate the context in which "interaction" is being interpreted, the user may think of a major design project involving the abstract description and evaluation of a complex artefact such as a building. A very large number of drawings may be developed in the design process, and the timescale may be such that drawings have to be revised many months after they are first drawn. Naively, the user will need to be able to specify relationships between objects and components of objects that are to be stored and maintained by the computer. In a constraint-based system, geometric entites are represented by variables, and geometric relationships are expressed as equational constraints between variables over the underlying algebra e.g. insisting that four points lie on a circle, or that nvo lines are parallel. Ideally, these consffaints are considered to be purely declarative in nature: they prescribe the relationships that must hold without burdening the user with details of how they are maintained. Interaction involves editing the current set of constraints, invoking a constraint-satisfaction process that first attempts to reconfigue the geometric entities appropriately, and subsequently leads to their redisplay.
In a construction-based modelling system, the relationships between data are formulated through a sequence of "imperative constraints". In effect, the locations of geometric entities are specified relative to each other through explicit prescriptions that are directly or indirectly expressed in terms of the operators of the underlying algebra. The constraints established in this way are conceived and stored as procedural fragments that encapsulate the description of a graphical image, and can be edited for purposes of reconfiguration or re-display.
In a definitive programming idiom [2] Within the definitive programming paradigr.n, it is still necessary to determine data dependencies through examination of the program code. The difference is that the use of definitions makes these dependencies transparent, in that they can be precisely identified syntactically, and readily interpreted. These virnres are epitomised in numeric rather than geometric appplications by the spreadsheet, which allows relationships and values to be defined and modified in an easilv comprehensible manner. This has important ramifications, to be investigated below.
Geometric constructions and definitions
To explore the significance of using definitions to formulate geometric relationships, it will be helpful to recast a constnrction-based specification in definitive terms. This is easily done for the simple example of a geometric construction "bisection of a line", &S formulated in L.E.G.O in [7] : point a = {400,3701 point b = {600,470} line I = [a,b] circle cl = circle of radius I with centre a circle c2 = circle of radius I with centre b pointset {x1,x2} = intersection (cL,c})
The left-hand column is the original L.E.G.O specification; the right-hand an equivalenr formulation using a fictional variant of the definitive notation DoNaLD [2, 3] to the underlying algebra, and should be described by a pure function rehrrning a value of type shape. The idea of using a definitive notation to specify the function itself is superficially unattractive -within the function body, there seems to be no purpose in having variables whose values are specified by definitions. In the original DoNaLD design [3] , this was rhe position adopted: a new shape operator should be a function without side-effects to be specified using a simple procedural or functional notation.
Such a convention is not wholly satisfactory. A typical use of the shape operator f (a,b,c n.a,b),ladder(n-1 ,a,b) ).
In this specification, a and b are parameters representing vectors, n is an integer to specify the number of rungs, and P designates the data type "picture". It is an elegant and concise description, but is many ways inappropriate in an interactive graphics setting. To depict the rungs of a ladder, a function evaluation such as ladder(n, <1,2>,<2, 1 (define_function ladder(n a b)) (line n.a n.a+ The same considerations that applied to the comparison of the "bisection of the line" construction discussed above again apply. 
