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ÚVOD
V dnešní době je zaznamenán velký vzrůst poptávky po nahrazení stávající analo-
gové telefonní sítě za technologii VoIP. Z toho důvodu se v této práci setkáváme s
vytvořením softwarové podpory pro hardware převádějící analogový telefoní přenos
na technologii VoIP.
Kvůli přehlednějšímu popisu postupu pro vytvoření podpory pro telekomuni-
kační hardware je tato práce rozdělena na dvě části, a to na část o vytvoření podpory
v samotném operačním systému Linux a na část o vytvoření podpory v pobočkové
ústředně Asterisk.
V první části textu tedy bude možné se dočíst o základní struktuře operačního
systému Linux a o vytváření modulů zaváděných do jádra Linuxu. Tato stať bude
věnována popisu vytvoření základního jaderného modulu, ve kterém poté bude moci
být implementováno rozhraní pro komunikaci s telekomunikačním hardwarem. Dále
zde bude popopsán návrh jaderného modulu pro integrovaný obvod Si 3220 od firmy
Silicon Laboratories.
V druhé části je popsáno, jak vytvořit podporu pro daný hardware v softwarové
ústředně Asterisk. Tvorba této podpory bude popsána na implementaci kanálového
modul do Asterisku. Tato aplikace bude tvořena tak, aby realizovala spojení mezi
pobočkovou ústřednou a výše zmíněným ovladačem zařízení. Na konci tohoto od-
dílu bude popsána funkce kanálového modulu při detekování volby od uživatele a
zpracování příchozího nebo odchozího hovoru.
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1 LINUX OS
Termín Linux v podstatě symbolizuje Linuxové jádro, které je základem pro různé
operační systémy unixového typu nazývané linuxové distribuce. Obecně však mů-
žeme tyto distribuce zahrnout pod jednotný název Operační Systém Linux. Autorem
a po mnoho let i hlavním vývojářem linuxového jádra je pan Linus Torvalds. Ope-
rační systém Linux je od svého počátku šířen s licenčními podmínkami GPL, což
dovoluje tento systém volně distribuovat veřejnosti a následně může kdokoli tento
systém používat, upravovat a dále distribuovat. O používání, úpravě a distribuci
Linuxu je možné se více dočíst v jeho dokumentačním projektu [5].
Operační systém Linux byl převážně navržen pro počítače s procesorem 386,
nicméně v dnešní době jeho podpora zahrnuje většinu architektur včetně ARM,
Sparc nebo 64-bitové x86 architektury.
I když obliba Linuxu, jako i většiny operačních systému unixového typu, slaví
největší úspěchy na poli serverových počítačů, jeho použití je daleko větší. Linux je
možné použít jak na osobních počítačích, superpočítačích1, tak i v zabudovaných
systémech nebo v telefonních ústřednách.
1.1 Struktura operačního systému Linux
Obecnou strukturu operačního systému Linux je možno jednoduše znázornit tak jak
je zachyceno na obrázku 1.1. Hlavní rozdělení operačního systému je do dvou částí
a to na uživatelský prostor a prostor jádra.
Obr. 1.1: Základní struktura Operačního systému Linux
1Superpočítač je obecné označení pro velice výkonný počítač. Mezi superpočítače s operačním
systémem Linux se řadí i český superpočítač Amálka.
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V části uživatelského prostoru jsou obsaženy spuštěné uživatelské aplikace a
knihovny GNU C. To poskytuje spojení uživatelského prostoru s rozhraním sys-
témových volání a posléze s jádrem. Knihovny GNU C tedy obsahují mechanismy
pro přechod mezi aplikacemi uživatelského prostoru a prostorem jádra. To je velmi
důležité, jelikož jak jádro tak uživatelské aplikace používají jiný chráněný adresní
prostor. Uživatelským procesům je přidělen jejich vlastní virtuální adresní prostor,
zatím co jádro používá reálný adresní prostor. Tato problematika je více rozepsaná
v publikacích [6, 4].
Linuxové jádro je možné rozdělit do tří částí. První část je rozhraní systémových
volání, které implementuje základní funkce jako je čtení a zápis (funkce read a write).
Za rozhraním systémových volání následuje samostatný kód jádra, konkrétně jeho
část nezávislá na použité architektuře. To znamená, že se jedná o kód společný pro
všechny procesory, které Linux podporuje. Pod tímto kódem je již kód závislí na
architektuře, také zvaný BSP (nástroje pro podporu hardwaru - Board Support
Package).
Jak bylo výše uvedeno, běžné aplikace v Linuxu operují v jeho uživatelském pro-
storu. Někdy je však zapotřebí zasahovat i do prostoru jádra, například při tvorbě
ovladače pro vlastní hardware. K tomu účelu slouží tak zvaný LKM (moduly zavá-
děné do jádra - Loable Kernel Module).
1.2 Moduly zaváděné do jádra Linuxu
Moduly zaváděné do jádra operačního systému Linux se nejvíce využívají k psaní
ovladačů pro různé typy hardwaru. Modularita Linuxového jádra tak jednoduše
dovoluje komukoli, kdo vytvoří nový vlastní a tedy i dosud nepodporovaný hardware,
si k němu též celkem jednoduše napsat i ovladač dle vlastních požadavků. Aby
modul do jádra mohl sloužit jako ovladač nějakého hardwaru, je potřeba, aby pro
toto hardwarové zařízení vytvořil takzvané softwarové zařízení. Softwarová zařízení
se dělí na dva základní druhy, kterými jsou:
• Znaková zařízení - tyto zařízení lze číst postupně bajt po bajtu, nebo-li znak
po znaku. Je možné je použít například při komunikaci se sériovým portem.
• Bloková zařízení - toto jsou zařízení s náhodným přístupem. Čtou se v násob-
cích velikosti jejich bloků a využívají vyrovnávací paměť. Využívají se napří-
klad pro pevné disky.
Samozřejmě před vytvořením daného softwarového zařízení je nejprve potřeba
vytvořit samotný jaderný modul.
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1.2.1 Ukázkový modul do jádra
Samotný modul do jádra Linuxu má několik částí. Nejprve je nutné, do zdrojového
kódu vložit hlavičkový soubor module.h, který se nachází ve zdrojových kódech
použitého jádra, konkrétně v adresáři include/linux. Další dvě základní části jsou
vstupní a výstupní funkce (module init a module exit). V našem případě těmto
funkcím předáme jako parametr vlastní funkce, a to funkce start a go away a tím
zabezpečíme jejich spuštění při zavedení modulu a při jeho odebrání. Další části jako
licence a popis modulu jsou víceméně dobrovolné, ale podle zavedených konvencí by
se měli uvádět.
#include <linux/module.h>
#define MODUL "Testing module"
static char __initdata hello[] = KERN_NOTICE MODUL ": Zavadim Testovaci modul \n";
static char __exitdata bye[] = KERN_NOTICE MODUL ": Odstranuji Testovaci modul \n";
/* Vstupni funkce modulu, ktera se vola pri zavedeni modulu. */
static int __init start( void)
{
printk( hello);
return 0;
}
/* Vystupni funkce modulu, ktera se vola pri odstranovani modulu */
static void __exit go_away( void)
{
printk( bye);
}
module_init( start);
module_exit( go_away);
MODULE_LICENSE("GPL");
MODULE_DESCRIPTION("Test module");
Jak je z výše uvedeného výpisu vidět, máme vytvořen velmi jednoduchý jaderný
modul, který vypíše určitý text při zavedení modulu a při jeho odebrání. Takto
vytvořený modul je možné zkompilovat pomocí nástroje kbuild. K tomu je potřebné
si vytvořit soubor Makefile, který by měl vypadat zhruba takto:
obj-m += testmodul.o
testmodul-y := testmod.o
S takto vytvořeným Makefile souborem už je kompilace jednoduchá. Stačí na to
příkaz:
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make -C /lib/modules/‘uname -r‘/build M=‘pwd‘
Nyní je vytvářený modul do jádra připraven k testování. Pro zavedení modulu se
používá funkce insmod a k odebrání funkce rmmob, k oběma funkcím je samozřejmě
zapotřebí mít práva odpovídající uživateli Root.
Root# make -C /lib/modules/‘uname -r‘/build M=‘pwd‘
make: Entering directory ‘/usr/src/linux-2.6.23.14’
LD ~/built-in.o
CC [M] ~/testmod.o
LD [M] ~/testmodul.o
Building modules, stage 2.
MODPOST 1 modules
CC ~/testmodul.mod.o
LD [M] ~/testmodul.ko
make: Leaving directory ‘/usr/src/linux-2.6.23.14’
Root# ls | grep .ko
testmodul.ko
Root# insmod testmodul.ko
Root# dmesg | tail -n 1
Testing module: Zavadim Testovaci modul
Root# rmmod testmodul.ko
Root# dmesg | tail -n 1
Testing module: Odstranuji Testovaci modul
Root#
Z výstupu je vidět, že námi vytvořený modul byl správně zaveden i odebrán z
jádra. V obou případech o tom modul vypsal hlašení, které se objevilo mezi výpisy
jádra (dmesg).
1.2.2 Tvorba ovladače zařízení
Dalším krokem při tvorbě hardwarového ovladače je vytvoření jeho softwarového
zařízení. Toto zařízení pak definuje určité rozhraní, přes které je možné komunikovat
s modulem zavedeným do jádra Linuxu. Díky této abstrakci jádro nemusí umět
pracovat s každým zařízením, ale pouze exportuje standardně definované rozhraní
a samotnou komunikaci přenechá konkrétnímu ovladači zařízení.
Jak bylo zmíněno výše v textu, je možné ovladače zařízení rozdělit do dvou
skupin a to na znaková zařízení a bloková zařízení.
Před vytvořením, a hlavně použitím, je nejprve potřeba ovladač zařízení zare-
gistrovat v jaderném modulu, který bude s tímto zařízením pracovat. Pro registraci
znakového zařízení se používá funkce register chrdev a pro regsitraci blokového za-
řízení funkce register blkdev. Při ukončení prace s daným zařízením je potřeba toto
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zařízení bezpečne odregistrovat. To je možné použitím funkcí unregister chrdev a
unregister blkdev.
int register_chrdev(unsigned int major, const char*name, struct file_operations*ops);
int unregister_chrdev(unsigned int major, const char *name);
int register_blkdev(unsigned int major, const char*name, struct file_operations*ops);
int unregister_blkdev(unsigned int major, const char *name);
Prvním argumentem těchto funkcí je takzvané hlavní číslo (major number). Toto
číslo udává specifické zařízení. To znamená, že každý ovladač zařízení může mít
pouze jedno hlavní číslo. Ovladač zařízení však může mít více instancí, které se pak
odlišují takzvaným vedlejším číslem (minor number). Během registrace je možné jako
hlavní číslo zadat nulu. Pokud tak učiníme, tak bude hlavní čislo zvoleno náhodně z
dosud volných čísel. Takto vygenerované číslo je poté možné zjistit buď z návratové
hodnoty registrační funkce, nebo při nahlédnutí do souboru /proc/devices. Druhý
parametr techto funkcí je samotný název daného ovladače zařízení a třetí parametr je
ukazatel na strukturu souborových operací. Pomocí této struktury je možné nastavit
dané funkce modulu, aby byly volány při určité operaci se zařízením, například při
jeho otevření, zápisu, čtení a podobně. Pro jádra 2.6 je struktura file operations
definována takto:
struct file_operations {
struct module *owner;
loff_t(*llseek) (struct file *, loff_t, int);
ssize_t(*read) (struct file *, char __user *, size_t, loff_t *);
ssize_t(*aio_read) (struct kiocb *, char __user *, size_t, loff_t);
ssize_t(*write) (struct file *, const char __user *, size_t, loff_t *);
ssize_t(*aio_write) (struct kiocb *, const char __user *, size_t,
loff_t);
int (*readdir) (struct file *, void *, filldir_t);
unsigned int (*poll) (struct file *, struct poll_table_struct *);
int (*ioctl) (struct inode *, struct file *, unsigned int,
unsigned long);
int (*mmap) (struct file *, struct vm_area_struct *);
int (*open) (struct inode *, struct file *);
int (*flush) (struct file *);
int (*release) (struct inode *, struct file *);
int (*fsync) (struct file *, struct dentry *, int datasync);
int (*aio_fsync) (struct kiocb *, int datasync);
int (*fasync) (int, struct file *, int);
int (*lock) (struct file *, int, struct file_lock *);
ssize_t(*readv) (struct file *, const struct iovec *, unsigned long,
loff_t *);
ssize_t(*writev) (struct file *, const struct iovec *, unsigned long,
loff_t *);
ssize_t(*sendfile) (struct file *, loff_t *, size_t, read_actor_t,
void __user *);
ssize_t(*sendpage) (struct file *, struct page *, int, size_t,
loff_t *, int);
unsigned long (*get_unmapped_area) (struct file *, unsigned long,
unsigned long, unsigned long,
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unsigned long);
};
Poté, co je zařízení správně zaregistrováno, je možné pro něj vytvořit konkrétní
soubor. K jeho vytvoření se používá příkaz mknod, jehož syntaxe může být:
mknod jmeno [c | b] major minor
První argument tohoto příkazu je jméno souboru (např. /dev/hda1). Druhým
argumentem se určuje, zda se bude jednat o blokové nebo znakové zařízení. Třetí a
čtvrtý argument jsou hlavní číslo a vedlejší číslo. Ty určují, ke kterému zařízení a
ke které jeho instanci vytvářený soubor patří.
Takto vytvořený soubor ovladače zařízení slouží pro komunikaci s daným ja-
derným modulem. Komunikace je realizována přes rozhraní definované zařízením,
konkrétně přes funkce navázané na operace nad tímto souborem. Jako příklad je
možné uvés třeba modul, který bude mít definovanou vlastní funkci nad operací zá-
pisu. Ta zapíše předaná data určitým způsobem svému hardwaru. Pokud následně
bude uživatel chtít předat data tomuto hardwaru, tak stačí, když tyto data zapíše
do souboru zvolenému ovladači zařízení a o předání dat hardwaru se už postará
zmíněný modul.
Rozhraní nad soubory ovladače zařízení je tedy definováno pomocí operací nad
soubory. Pro předávání dat se nejvíce využívají operace čtení a zápisu, pro řízení
je nejběžnejší použití příkazů ioctl (jedná se o zkratku input/output control, tedy
řízení vstupu a výstupu).
1.2.3 Příkazy ioctl
Ioctl příkazy se používají v případech, kdy jaderný modul běží a je potřeba získat
nebo upravit jeho parametry. Díky nim vzniká, kromě funkcí čtení a zápisu, jakýsi
další kanál pro komunikaci s modulem. Tímto způsobem je tedy možné oddělit řídící
informace od přenašených dat.
Při tvorbě ioctl příkazů je potřeba mít na paměti, že každý ioctl příkaz musí být
v systému unikátní, aby nedocházelo k chybám, kdy se správný ioctl příkaz dostane
k nesprávnému zařízení. Unikátnost je zabezpečena tak, že je ioctl příkaz tvořen 16
bitovým základem a 16 bitovým příkazem. Základ určuje typ zařízení a je většinou
pro každý modul unikátní. Šestnácti bitové pole příkazů pak určuje konkrétní příkaz
modulu.
V systému Linux se funkce ioctl rozdělují na čtyři typy, které jsou definovány
těmito makry:
IO(základ, příkaz) - Jedná se o přímý příkaz. Nedochází tu k přenosu dat. Je
možné vracet celé číslo, které pokud je kladné, tak není považováno za chybu.
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IOR(základ, příkaz, velikost) - Jedná se o čtecí ioctl. Parametr velikost defi-
nuje velikost argumentu přenášeného do uživatelského prostoru.
IOW(základ, příkaz, velikost) - Jedná se o zapisovací ioctl. Parametr velikost
definuje velikost argumentu přenášeného z uživatelského prostoru.
IOWR(základ, příkaz, velikost) - Jedná se o čtecí a zapisovací ioctl. Parametr
velikost definuje velikost argumentu přenášeného do a z uživatelského prostoru.
Při práci s ioctl příkazy je dále možné využít některá předdefinovaná makra
určená k získávání informací o příkazech. Mezi ty patří například:
IOC DIR(příkaz) - Zjišťuje, o který směr přenosu dat se jedná ( IOC NONE,
IOC WRITE nebo IOC READ).
IOC TYPE(příkaz) - Získává základní číslo ioctl.
IOC NR(příkaz) - Udává část pole, která specifikuje příkaz.
IOC SIZE(příkaz) - Vrací velikost argumentu.
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2 NÁVRH MODULU PRO TELEKOMUNIKAČNÍ
HARDWARE
Při návrhu modulu do jádra linuxu pro telekomunikační hardware se budeme snažit o
to, aby kód zavedený do jádra byl co nejmenší. Mít v jádře pouze základní funkčnost
a její rozšíření přesunout do prostoru uživatele je dobré hned z několika důvodů.
Hlavním důvodem je, že vývoj na úrovni jádra je mnohem složitější než v prostoru
uživatele. Dále v uživatelském prostoru se kód jednodušeji ladí a případná chyba v
programu může vyvolat pouze pád této aplikace. Narozdíl od toho v prostoru jádra
by chyba vedla k pádu celého systému.
Návrh ovladače zařízení tedy rozdělíme na dvě části. Na část řídící a část pře-
nosovou. Řídící část bude obhospodařovat řídící funkce pomocí nastavování přísluš-
ných registrů. Část přenosová bude využívat funkce čtení a zápisu nad zařízením k
předávání dat hardwaru.
2.1 Řídící příkazy
Témeř veškeré řídící funkce u tohoto komunikačního hardwaru budou realizovány
nastavením určitého registru nebo ram paměti na danou hodnotu. V modulu do
jádra budou pro tyto učely využity příkazy ioctl.
Pro nastavování hodnot registru a ram paměti budou do jaderného modulu im-
plementovány celkem čtyři ioclt příkazy, plus příkaz sloužící k resetu přípravku.
První dva budou sloužit k čtení hodnot registrů nebo ram paměti a zbylé dva pro
zápis. Integrovaný obvod Si 3220 od firmy Silicon Laboratories, pro který je tento
ovladač určen, pracuje s osmi bitovými registry a šestnácti bitovou ram pamětí.
Proto bude každý z těchto čtyř ioctl příkazů používat 32 bitové slovo jako parametr.
Prvních 8 bitů tohoto slova bude určovat adresu registru nebo ram paměti. Zbylé
16 bitové slovo bude určovat hodnotu, která má být do registru nebo ram paměti
zapsána nebo z něho přečtena. V případě registrů bude u tohoto 16 bitového slova
použito pouze spodních 8 bitů.
Všechny řídící ioctl příkazy, implementovány do ovladače zařízení Si 3220, jsou:
SLIC IOCRESET - Tento příkaz nepřebírá žádný parametr a slouží k resetu pří-
pravku.
SLIC IOCSREG - Tento příkaz slouží k čtení hodnoty z registru, přebírá pa-
rametr typu integer, který obsahuje adresu čteného registru, do přebraného
parametru se též ukládá přečtená hodnota z registru.
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SLIC IOCXREG - Tento příkaz slouží k zápisu hodnoty do registru, přebírá pa-
rametr typu integer, který obsahuje adresu čteného registru a hodnotu zapi-
sovanou do registru.
SLIC IOCSRAM - Tento příkaz slouží k čtení hodnoty z ram paměti, přebírá
parametr typu integer, který obsahuje adresu čtené ram paměti, do přebraného
parametru se též ukládá přečtená hodnota z ram paměti.
SLIC IOCXRAM - Tento příkaz slouží k zápisu hodnoty do ram paměti, přebírá
parametr typu integer, který obsahuje adresu čtené ram paměti a hodnotu
zapisovanou do ram paměti.
Dále kromě ioctl příkazů bude do ovladače implementována funkce poll, která
bývá u softwarové ústředny Asterisk používána k zjišťování, zda na daném hardwaru
nedošlo k přerušení. Tato funkce průběžně čte hodnotu registru IRQ0, jehož bity
přípravek nastavuje, pokud na něm dojde k nějakému přerušení. Pokud funkce poll
z registru IRQ0 zjistí, že došlo u přípravku k přerušení, nastaví daný příznak u
souboru zařízení.
2.2 Přenos dat
Přenos dat bude v ovladači zařízení implementovaný pomocí funkcí modul write a
modul read. Funkce modul write bude přebírat data zapsané do souboru zařízení
a poskytovat je podporovanému hardwaru. Funkce modul read bude naopak data
poskytované hardwarem vracet aplikaci při čtení ze souboru zařízení.
Funkce čtení a zápisu modulu jsou deklarované takto:
static ssize_t modul_write( struct file *flip, const char *buff, size_t count, loff_t *offp)
static ssize_t modul_read( struct file *flip, char *buff, size_t count, loff_t *offp)
Jak je vidět z výpisu, tak obě funkce přebírají stejné parametry. První parametr
určuje, u kterého souboru zařízení byla daná funkce zavolána. Druhý je ukazatel na
zásobník, který je poskytován aplikaci v uživatelským prostoru, třetí parametr je
velikost tohoto zásobníku a čtvrtý parametr určuje, k jaké části souboru uživatel
přistupuje. Funkce parametrů je zobrazena na obrázku 2.1.
Na obrázku 2.1 je vidět, že samotný přenos dat z prostoru jádra do uživatelského
prostoru je implementován funkcemi copy to user a copy from user.
Deklarace funkcí copy to user a copy from user:
unsigned long copy_to_user(void __user *to, const void *from, unsigned long count);
unsigned long copy_from_user(void *to, const void __user *from, unsigned long count);
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Obr. 2.1: Popis parametrů funkcí modul write a modul read.
Z deklarace těchto funkcí je patrné, že jejich první parametr určuje, kam se mají
data kopírovat, druhý odkud se mají data kopírovat a třetí jaké velikosti se mají
data kopírovat.
Díky takto navrženým funkcím čtení a zápisu na zařízení je možné relativně
snadno implementovat přenos dat mezi uživatelskou aplikaci, v našem případě soft-
warovou ústřednou Asterisk, a hardwarem.
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3 ASTERISK PBX
Asterisk je open source řešení pobočkové ústředny (PBX), která je schopna sjed-
nocovat různé typy protokolů a zařízení. Asterisk je primárně určen pro platformu
Linux, ale je možné jej provozovat i na jiných systémech unixového typu a dokonce
je možné najít i jeho port pro platformu win321. Jeho distribuce je podmíněna ve-
řejnou GNU licencí (GPL), což z něj dělá jednu z nejdostupnějších softwarových
ústředen. Zejména pro menší a střední společnosti bývá nejvhodnější volbou pro
zavedení VoIP technologií, velké společnosti většinou sahají po komerčních řešeních,
ačkoliv i těm je Asterisk schopen konkurovat. Jeho dostupnost však nepramení pouze
z jeho licenčních podmínek ale i jeho nízkých nárocích na hardware.
Hardwarové nároky pobočkové ústředny Asterisk se velmi odvíjí od způsobu jeho
použití. Asterisk je standardně vyvíjen pro stroje s 32-bitovým procesorem x86. Po-
kud budeme chtít využít všech jeho funkcí, mezi které patří třeba podpora více růz-
ných kodeků, hlasová schránka nebo takzvaná funkce ”Music on hodl”2, tak bysme
měli Asterisk provozovat na počítači s procesorem 2GHz. Jestliže však budeme chtít
méně složitou telefóní ústřednu, tak je možné přebytečné funkce odstranit. Proto
je možné pro pobočkovou ústřednu, která bude například pouze spojovat jednotlivé
hovory s využitím protokolu SIP, použít i procesor s téměř čtvrtinovým výkonem.
Díky tomu je možné najít zmínky o schopnosti provozovat Asterisk na vestavěných
zařízeních [1].
Asterisk taktéž vyniká díky své vysoké flexibilitě. Ta pramení zejména z toho,
že Asterisk funguje jako jakési rozhraní mezi internetovými a telefonními kanály na
jedné straně a internetovými a telefonními aplikacemi na straně druhé. To umož-
ňuje této softwarové ústředně podporovat širokou škálu protokolů, mezi které mimo
jiné patří protokoly SIP, IAX, H.323 a Cisco Skinny. Velkou výhodou této flexibi-
lity je možnost použít Asterisk jako bránu mezi těmito protokoly. Velká podpora
různých zařízení je přítomna i mezi kodeky nebo hardwarovými zařízeními. Mezi
podporované kodeky například patří ADPCM, GSM, iLBC a LPC10. Podporova-
ných hardwarových zařízení je také velké množství, mezi ty mimo jiné patří ISDN
karty a karty pro analogovou telefonní síť. Množství podporovaných zařízení však
není možné přímo určit, jelikož se díky možnosti psaní vlastních modulů do Asterisku
stále rozrůstá. Více o modulech pro ústřednu Asterisk se dovíte níže.
1Vice o verzi Asterisku pro platformu win32 najdete na http://www.asteriskwin32.com.
2Funkce ”Music on hold” přehrává hudbu během čekání na přijmutí hovoru.
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3.1 Architektura Asterisku
Jak bylo výše zmíněno Asterisk je od začátku tvořen s důrazem na jeho flexibilitu.
Aby zabezpečil vysokou míru flexibility, je Asterisk koncipován jako jakýsi středový
prvek mezi telefonními technologiemi a telefonními aplikacemi. Telefonními tech-
nologiemi je myšleno VoIP služby jako SIP, IAX a podobné, ale i tradiční TDM
technologie jako ISDN, PSTN a jiné. Na druhé straně, telefonními aplikacemi je
myšleno přemostění hovoru, parkování hovoru, intercom a další. Tato struktura je
zobrazena na Obrázku 3.1. a rovněž popsána v technické zprávě [2].
Obr. 3.1: Obecná struktura zapojení Asterisku do systému
Proto, aby to Asterisk zabezpečil, definuje specifické API (aplikační programové
rozhraní - application programming interface) okolo centrálního jádra PBX systému.
Toto centrální jádro slouží k ovládání vnitřních propojení PBX, což znamená pro-
pojení specifických protokolů, kodeků a hardwarových rozhraní telefonních aplikací.
Prvky ovládané vnitřními propojeními centrálního jádra Asterisku:
• Přepojování hovorů - základem Asterisku je virtuální spojovací pole pobočkové
ústředny (PBX switching system), které spojuje volání mezi různými uživateli
a automatickými funkcemi. Transparentně přepojovací jádro spojuje volající s
příslušným hardwarovým nebo softwarovým rozhraním.
• Spouštěč aplikací - jeho úkolem je spouštět aplikace zprostředkovávající služby
jako přehrávání hovorů, hlasová schránka a pod.
• Překlad kódování - pro kódování a dekódování různých kompresních formátů
používaných v telefonním průmyslu jsou použity kodekové moduly.
• Plánovač a vstupně/výstupní manažer - rozvrhuje nízkoúrovňové požadavky
a systémové řízení pro zajištění optimálního výkonu systému.
Kromě toho jsou definovány čtyři rozhraní pro programování aplikací, které
usnadňují oddělení hardwaru od protokolů. Mezi tyto API patří:
20
• Kanálové API - ovládají typ připojení volajícího. Koncové zařízení může být
připojeno pomocí technologií VoIP, ISDN, PRI nebo jiné.
• Aplikační API - dovolují spouštění a využití funkčních modulů. Mezi funkce,
které by měl podporovat každý PBX systém, patří například hlasová schránka,
konference, paging a další.
• API překladu kódování - načítají moduly kodeků pro podporu kódování a de-
kódování hlasu, jako třeba GSM, µ-Law, A-Law a nebo mp3.
• API souborových formátů - ovládají čtení a zápis do různých souborových
formátů pro ukládání informací do souborového systému.
Díky těmto API je u Asterisku docíleno úplného oddělení jádra, které pracuje
jako PBX server, od různorodých vyvíjených nebo už vyvinutých technologií. Ak-
tuálně vyvíjený hardware pro podporu analogových telefonů i v dnešní době se
rychle rozšiřujícího přenosu hlasu na paketové bázi je možné jednoduše integrovat
do systému díky jeho modulární formě. Moduly kodeků dovolují vytvářet podporu
i extrémně kompaktním kodekům, které jsou nutné pro paketový přenos hlasu při
pomalém připojení.
Použití aplikačních modulů zprostředkovává aplikační API, což umožňuje vy-
konání dané funkce na požádání. Dovoluje také otevřené vyvíjení nových aplikací
vhodné pro specifické potřeby a situace. Navíc, načítání aplikací jako modulů dává
administrátorovy možnost modelovat PBX systém pro něj tím nejvhodnějším způ-
sobem, tak aby uspokojil dané komunikační požadavky.
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4 MODULY ASTERISKU
Softwarová telefonní ústředna Asterisk umožňuje několik možností rozšíření. Jedná
se o open source řešení a je tedy možné ho v krajní nouzi celý nebo vybranou část
přepsat podle svých přestav. Také je však možné, a v drtivé většině případů ideální,
jej rozšířit přidáním vlastního modulu. Tyto moduly mohou například realizovat
funkce nebo aplikace, které zabezpečí načítání dat z externí databáze, poskytování
data externímu programu nebo jejich úpravu daným programem. Samozřejmě mož-
ností využití modulů je daleko víc.
4.1 Získání zdrojového kódu Asterisku
Před začátkem programování vlastního modulu pro Asterisk je potřeba nejprve zís-
kat jeho zdrojový kód. Ten se dá stáhnout buď jako release tarball balíček z oficiál-
ního webu, nebo přímo ze svn repositáře. Pro vývojáře bude zřejmě nejvhodnější pro
stažení zdrojových kódů využití Subversion. Subversion repositáře jsou organizovány
do těchto adresářů:
/branches pracovní oblast, opravování chyb v release verzích
/tags části release verzí
/team větve jednotlivých vývojářů
/trunk nejnovější verze kódu
Aktuální verze ústředny Asterisk v době psaní této práce je 1.6. To znamená, že
tuto verzi je možné najít v adresáři trunk. Pokud tedy je třeba stáhnout zdrojové
kódy starší verze, jako například 1.2, je nutné se podívat do adresáře branches.
Příkaz pro stažení zdrojových kódů softwarové ústředny Asterisk verze 1.2 vypadá
takto:
# svn checkout \
http://svn.digium.com/svn/asterisk/branches/1.2 asterisk1.2
Tento kód je pak možné zkompilovat pomocí klasického make a nainstalovat
pomocí kombinace make clean && make install.
4.2 Druhy modulů pro Asterisk
Zdrojové kódy Asterisku obsahují několik adresářů. Pro psaní modulů jsou však nej-
zajímavější adresáře apps, codecs, formats, funcs a channels. Každý z těchto adresářů
obsahuje moduly jiného druhu. V adresáři apps najdete moduly, které implementují
požadovanou aplikaci, jakou může být třeba aplikace pro zjištění aktuálního času,
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spuštění jiné aplikace, nahrávání zvuku a podobné. V adresáři codecs jsou moduly
implementující určitý jím definovaný formát kodeku. K již implementovaným kode-
kům patří kodek pro GSM, adpcm, uLaw, Zaptel a jiné. Adresář formats obsahuje
moduly pro různé formáty mediálních souborů, mezi tyto formáty například patří
a-law PCM, u-law PCM, wav a dokonce i jpeg. Adresář funcs ukrývá moduly pro
implementaci funkcí pobočkové ústředny. V adresáři channels jsou obsaženy moduly,
které tvoří podporu pro jednotlivá hardwarová rozhraní, nebo-li kanál. V dnešní době
tyto moduly vytváří podporu1 například pro hardware Zaptel společnosti Digium,
zvukové karty využívající technologii OSS, protokol Skinny a další.
4.3 Zavedení a uvolnění modulu
Aby mohl Asterisk s modulem pracovat, je nejprve potřeba daný modul do ústředny
zavést a samozřejmě po skončení práce s ním ho opět z Asterisku odebrat. K tomu
se využívají funkce load module a unload module.
int load_module(void);
int unload_module(void);
Dalo by se říci, že tyto funkce jsou jakýsi konstruktor a destruktor modulu do
Astersiku. Funkce load module se nejčastěji používá k inicializaci modulu a k jeho
registraci do softwarové ústředny a funkce unload module zase naopak k odregistro-
vání modulu.
4.4 Registrace modulu
Každý druh modulu využívá svou vlastní registrační funkci, která zaregistruje jím
implementované funkce k funkcím volaným Asteriskem. Registrační funkci modul
předává, buď přímo jako vstupní parametry nebo pomocí určité struktury, ukaza-
tele na jeho vlastní funkce. Registrační funkce poté naváže předané ukazatele na
konkrétní funkce Asterisku a ten je pak schopen přes tyto ukazatele volat funkce
modulu.
Moduly uživatelských aplikací využívají registrační funkci ast register application.
Ta je v souboru pbx.h deklarována takto:
int ast_register_application
(
1Samozřejmě se jedná o podporu ve smyslu komunikace s ovladačem příslušného zařízení a
nikoli o ovladač jako takový.
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const char * app,
int(*)(struct ast_channel *, void *) execute,
const char * synopsis,
const char * description
);
Jak je vidět, funkce ast register application má pouze čtyři vstupní parametry.
První parametr app definuje název aplikace, paramert execute je ukazatel na funkci,
která má být spuštěna a zbylé dva parametry jsou krátký a dlouhý popis uživatelské
aplikace.
Moduly pro podporu kodeků využívají pro registraci funkci
int ast_register_translator ( struct ast_translator *t);
struct ast_translator {
char name[80];
int srcfmt;
int dstfmt;
struct ast_translator_pvt *(*newpvt)(void);
int (*framein)(struct ast_translator_pvt *pvt, struct ast_frame *in);
struct ast_frame * (*frameout)(struct ast_translator_pvt *pvt);
void (*destroy)(struct ast_translator_pvt *pvt);
struct ast_frame * (*sample)(void);
int cost;
struct ast_translator *next;
};
Z tohoto výpisu je vidno, že funkce pro registraci kodeku je již komplikovanější.
Jako vstupní paramert přebírá strukturu ast translator. Tato struktura obsahuje
jméno kodeku, název vstupního formátu, název výstupního formátu, dobu v mili-
sekundách, jakou bude trvat kódování/dekódování a ukazatele na funkce. Těmito
funkcemi jsou funkce sample generující vzorový rámec, framin/frameout pro získání
vstupního a výstupního rámce.
Pro zaregistrování nového mediálního formátu v modulu je potřeba volat funkci
ast format register. Ta je deklarována v souboru file.h tímto způsobem:
int ast_format_register
(
const char *name,
const char *exts,
int format,
struct ast_filestream *(*open)(FILE *f),
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struct ast_filestream *(*rewrite)(FILE *f, const char *comment),
int(*write)(struct ast_filestream *, struct ast_frame *),
int(*seek)(struct ast_filestream *, long sample_offset, int whence),
int(*trunc)(struct ast_filestream *),
long(*tell)(struct ast_filestream *),
struct ast_frame *(*read)(struct ast_filestream *, int *whennext),
void(*close)(struct ast_filestream *),
char *(*getcomment)(struct ast_filestream *)
);
Podle definice funkce je možné poznat, že je nutné jí předat několik vstupních
parametrů. První tři definují jméno, rozšíření a formát. Jako další parametry jsou
ukazatele na funkce jako jsou otevření, zavření, čtení, zapisování a pohyb v souboru.
Do softwarové ústředny Asterisk je také možno pomocí modulů implementovat
vlastní funkce. Funkce se do ústředny registrují funkcí ast custom function register,
ta je takto deklarována v souboru pbx.h:
int ast_custom_function_register ( struct ast_custom_function *acf );
struct ast_custom_function {
char *name;
char *synopsis;
char *desc;
char *syntax;
char *(*read)(struct ast_channel *, char *, char *, char *, size_t);
void (*write)(struct ast_channel *, char *, char *, const char *);
struct ast_custom_function *next;
};
Funkci se předává jeden parametr a to ukazatel na strukturu ast custom function.
Tato struktura obsahuje několik položek. První čtyři popořadě určují jméno, krátký
a dlouhý popis a syntaxi předávané funkce. Další parametry jsou ukazatele na funkce
čtení a zápisu. Funkce pro čtení a zápis jsou většinou využity pro získávání dat a
předávání dat funkci. Například je možné k funkci write přes ukazatel přidělit vlastní
funkci pro zápis do souboru a na funkci read vlastní funkci pro čtení daného souboru.
Pro zajištění podpory vlastního hardware v Asterisku se dá vytvořit vlastní
kanálový modul. Ten je potřeba registrovat funkcí ast channel register, která je tímto
způsobem deklarována v souboru channel.h:
int ast_channel_register(const struct ast_channel_tech *tech);
struct ast_channel_tech {
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const char * const type;
const char * const description;
int capabilities;
int properties;
struct ast_channel *(* const requester)(const char *type, int format, void *data, int *cause);
int (* const devicestate)(void *data);
int (* const send_digit)(struct ast_channel *chan, char digit);
int (* const call)(struct ast_channel *chan, char *addr, int timeout);
int (* const hangup)(struct ast_channel *chan);
int (* const answer)(struct ast_channel *chan);
struct ast_frame * (* const read)(struct ast_channel *chan);
int (* const write)(struct ast_channel *chan, struct ast_frame *frame);
int (* const send_text)(struct ast_channel *chan, const char *text);
int (* const send_image)(struct ast_channel *chan, struct ast_frame *frame);
int (* const send_html)(struct ast_channel *chan, int subclass, const char *data, int len);
struct ast_frame * (* const exception)(struct ast_channel *chan);
enum ast_bridge_result (* const bridge)(struct ast_channel *c0, struct ast_channel *c1, int flags,
struct ast_frame **fo, struct ast_channel **rc, int timeoutms);
int (* const indicate)(struct ast_channel *c, int condition);
int (* const fixup)(struct ast_channel *oldchan, struct ast_channel *newchan);
int (* const setoption)(struct ast_channel *chan, int option, void *data, int datalen);
int (* const queryoption)(struct ast_channel *chan, int option, void *data, int *datalen);
int (* const transfer)(struct ast_channel *chan, const char *newdest);
int (* const write_video)(struct ast_channel *chan, struct ast_frame *frame);
struct ast_channel *(* const bridged_channel)(struct ast_channel *chan, struct ast_channel *bridge);
};
Funkci ast channel register se předává pouze struktura ast channel tech, která
jak je vidno obsahuje celkem dost položek, nicméně tu zatím není potřeba popisovat
všechny. První parametr je typ kanálu, ten se hlavně využije při tvorbě volacího
plánu. Další je jeho popis, schopnosti a vlastnosti. Další parametry jsou ukazatele
na různé funkce, od funkce na zjištění stavu zařízení, posílání textu, obrázků až po
funkci indikující účastníkovo zavěšení.
K těmto registračním funkcím samozřejmě existují i jejich inverzní funkce slou-
žící k odregistrování modulů ze softwarové ústředny Asterisk. Funkce pro odhlášení
modulů jsou tyto:
void ast_channel_unregister( const struct ast_channel_tech *tech );
int ast_unregister_application( const char *app );
int ast_custom_function_unregister( struct ast_custom_function *acf );
int ast_unregister_translator( struct ast_translator *t );
int ast_format_unregister( const char *name );
Pokud člověk už zná, jak modul do pobočkové ústředny Asterisk zavést, zaregis-
trovat a také jak ho odregistrovat a následně z Asterisku odebrat, tak je na čase se
pustit do napsání vlastního modulu.
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4.5 Vytvoření vzorového modulu do Asterisku
V této části práce bude ukázáno, jak vytvořit vzorový modul do pobočkové ústředny
Asterisk. Jako příklad bude vytvořena jednoduchá funkce, která pouze vypíše námi
daný textový řetězec.
Jako první věc ve zdrojových kódech softwarové ústředny Asterisk, konkrétně
v adresáři funcs, vytvoříme soubor func test.c. Prefix func u tohoto souboru není
nutný, ale podle konvencí vhodný. V tomto souboru bude zdrojový kód vytvořeného
modulu.
Ve zdrojovém kódu začneme definováním vstupní a výstupní funkce modulu.
int load_module(void)
{
ast_custom_function_register(&test_function);
return 0;
}
int unload_module(void)
{
ast_custom_function_unregister(&test_function);
return 0;
}
V těchto funkcích zaregistrujeme tento modul. Pro registraci použijeme námi
definovanou strukturu test function typu ast custom function. Zmíněnou strukturu
definujeme tímto způsobem:
static struct ast_custom_function test_function = {
.name = "MYTEST",
.synopsis = "Vraceni zpravy ’Testovaci zprava’",
.syntax = "MYTEST()",
.desc = "Toto je testovaci funkce.\n",
.read = builtin_function_mytest,
};
Z výpisu je vidět, že v dané struktuře je definován název funkce, její krátký
a dlouhý popis, její syntaxe a že k funkci read jsme přiřadili naší funkci buil-
tin function mytest. Funkce read se využívá hlavně pokud chceme získat nějaká
data z funkce modulu. Pokud bysme chtěli modulu nějaká data předat, přepsali
bysme funkci write. Námi definovaná funkce builtin function mytest vypadá takto:
static char *builtin_function_mytest(struct ast_channel *chan, char *cmd,
char *data, char *buf, size_t len)
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{ast_log(LOG_NOTICE, "Running %s()\n", cmd);
snprintf(buf, len, "Testovaci zprava");
return buf;
}
Výše uvedená funkce funguje tak, že nejprve do záznamu zapíše příkaz, kterým
byla funkce volána a poté vrátí textový řetězec ”Test message”. Na konec zdrojového
kódu je také dobré přidat některé volitelné funkce pro lepší práci s modulem.
static char *tdesc = "Test function.";
char *description(void)
{
return tdesc;
}
int usecount(void)
{
return 0;
}
char *key(void)
{
return ASTERISK_GPL_KEY;
}
Pokud již máme takto vytvořený modul, je potřeba jej zkompilovat spolu se
zdrojovými kódy Asterisku. Před kompilací zdrojových kódů Asterisku je potřeba
přidat do souboru Makefile v adresáři funcs k proměnné FUNCS název vytvořeného
modulu.
FUNCS=pbx_functions.so func_test.so
Po kompilaci zdrojových kódů je možné vytvořený modul otestovat přímo v
softwarové ústředně Asterisk. Pro ověření, zda-li námi vytvořená funkce správně
vrací textový řetězec je vhodné si v souboru /etc/asterisk/extensions.conf vytvořit
jednoduchý volací plán, který při zavolání na číslo 888 spustí naší funkci.
[local]
exten => 888,1,Answer
exten => 888,n,NoOp(${MYTEST()})
exten => 888,n,Hangup
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Po tomto již je čas spustit samotný Asterisk a vyzkoušet modul přímo v něm.
Výstup testování je záměrně zkracován pro přehlednost.
Root# ./asterisk -cvvvvvvvvvv
Asterisk SVN-branch-1.2-r136945M, Copyright (C) 1999 - 2007 Digium, Inc. and others.
Created by Mark Spencer <markster@digium.com>
Asterisk comes with ABSOLUTELY NO WARRANTY; type ’show warranty’ for details.
This is free software, with components licensed under the GNU General Public
License version 2 and other licenses; you are welcome to redistribute it under
certain conditions. Type ’show license’ for details.
=========================================================================
...
[func_test.so] => (Test function.)
== Registered custom function MYTEST
...
Asterisk Ready.
*CLI>show functions
Installed Custom Functions:
--------------------------------------------------------------------------------
MYTEST MYTEST() Return message ’Test message’
...
41 custom functions installed.
*CLI> show function MYTEST
-= Info about function ’MYTEST’ =-
[Syntax]
MYTEST()
[Synopsis]
Vraceni zpravy ’Testovaci zprava’
[Description]
Toto je testovaci funkce.
*CLI> dial 888
*CLI> -- Executing Answer("OSS/dsp", "") in new stack
<< Console call has been answered >>
Dec 13 13:17:30 NOTICE[19739]: func_test.c:22 builtin_function_mytest: Running MYTEST()
-- Executing NoOp("OSS/dsp", "Testovaci zprava") in new stack
-- Executing Hangup("OSS/dsp", "") in new stack
== Spawn extension (local, 888, 3) exited non-zero on ’OSS/dsp’
<< Hangup on console >>
*CLI> stop now
Root#
Jak je vidět tak námi vytvořený modul se do pobočkové ústředny Asterisk
správně zavedl a pracuje zcela podle předpokladu.
29
5 OVĚŘENÍ NÁVRHU MODULU DO JÁDRA
Pro ověření návrhu a jeho reálné implementace bude využita softwarová telefonní
ústředna Asterisk. Konkrétně zde bude popsáno vytvoření kanálového modulu do
této ústředny. Vytvořený modul bude zprostředkovávat komunikaci mezi Asteriskem
a ovladačem zařízení. Tento druh komunikace bude implementován ve funkcích, které
ústředna používá pro detekování volby od uživatele a zprostředkování příchozích či
odchozích hovorů pro daný hardware.
Při tvorbě modulu do softwarové ústředny Asterisk budeme vycházet z předchozí
kapitoly. Nejprve se vytvoří základní kostra modulu. Jako kostru modulu použijeme
výše vytvořený ukázkový modul, který upravíme, aby místo implementace určité
funkce sloužil jako kanálový modul do ústředny.
Zdrojový kód našeho modulu zkopírujeme do adresáře channels ve zdrojových kó-
dech softwarové ústředny Asterisk. Adresář channels slouží k uchovávání zdrojových
kódů kanálových modulů. V tomto adresáři platí konvence, která říká, že zdrojové
kódy kanálových modulů budou pojmenovány s předponou „chan ÿ, za kterou bude
následovat název konkrétního hardwarového zařízení. V našem případě tedy pojme-
nujeme modul, pro integrovaný obvod Si 3220, chan slic.c. Aby bylo možné tento
modul správně zkompilovat společně s ústřednou, je potřeba upravit soubor Make-
file v adresáři channels. V souboru Makefile přidáme do proměnné CHANNEL LIBS
název našeho modulu s příponou „soÿ. Po úpravě bude definice proměnné v našem
případu vypadat takto:
CHANNEL_LIBS=chan_sip.so chan_agent.so chan_mgcp.so chan_iax2.so \
chan_local.so chan_skinny.so chan_features.so chan_slic.so
Nyní upravíme ukázkový modul pro naše potřeby. Nejprve nahradíme strukturu
test function typu ast custom function strukturou slic tech typu ast channel tech.
Tuto strukturu pak definujeme tímto způsobem:
static struct ast_channel_tech slic_tech = {
.type = type,
.description = tdesc,
.capabilities = AST_FORMAT_ALAW | AST_FORMAT_ULAW,
.hangup = slic_hangup,
.read = slic_read,
.requester = slic_request,
.send_digit = slic_digit,
.call = slic_call,
.answer = slic_answer,
.write = slic_write,
.exception = slic_exception,
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.fixup = slic_fixup
};
Struktura ast channel tech definuje rozhraní, díky kterému bude komunikovat
Asterisk s vytvořeným modulem. První tři parametry určují typ zařízení, jeho po-
pis a jeho schopnosti (schopnostmi je zde myšleno, které kodeky modul podporuje).
Ostatní parametry definují, které funkce modulu se budou volat při zavolání patřič-
ných funkcí Asterisku.
Takto definovanou strukturu slic tech následně ve funkci load module předáme
jako parametr registrační funkce ast channel register.
if(ast_channel_register(&slic_tech)){
ast_log(LOG_ERROR,"Neni mozne registrovat kanal typu: %s\n", type);
unload_module();
return -1;
}
Na konci práce modulu tuto strukturu z Asterisku odebereme pomocí funkce
ast channel unregister ve funkci unload module.
int unload_module(void)
{
ast_channel_unregister(&slic_tech);
return 0;
}
Pokud již máme takto vytvořenou kostru kanálového modulu pro telekomuni-
kační hardware firmy Silicon Laboratories, můžeme přejít k reálné implementaci
detekce volby od uživatele.
5.1 Detekce volby
Postup detekce volby od uživatele je znázorněn pomocí diagramu na obrázku 5.1.
Nejprve ze všeho modul čeká na vyzvednutí sluchátka telefonu. Poté co dojde k
vyzvednutí sluchátka, zašle se uživateli oznamovací tón, spustí časovač kontrolující
dobu volby a čeká se na příchod přerušení od detektoru volby. Pokud k přerušení
dojde, tak se vyčte registr TONDTMF. V tomto registru se nejdříve zkontrolují
4. a 5. bit, které určují, zda je číslice platná. V této chvíli se kontroluje platnost
číslice na straně hardwaru, tedy zda při volbě nedošlo například k poklesu napětí,
či zda je číslice v příslušném číselném rozsahu. Pokud je platnost ověřena, načte se
číslice obsažená ve spodních čtyřech bitech registru TONDTMF do volaného čísla.
Toto číslo se následně zkontroluje pomocí volacího plánu. Jestli volací plán určí,
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že se jedná o celé platné číslo, tedy číslo náležící nějakému účastníku, tak je volba
úspěšně ukončena. Pokud volací plán tak nerozhodne, zkontroluje se, zda-li je možné
rozšířením čísla o další číslici získat platné číslo. Když to možné je, volba se opakuje,
pokud to možné není, tak volba skončí neúspěchem.
Obr. 5.1: Diagram detekce volby
Při implementaci tohoto algoritmu budeme postupovat následně. Nejprve si vy-
tvoříme strukturu popisující naše zařízení a ukazatel na ni, díky kterému budeme
realizovat seznam našich zařízení.
typedef struct slic_pvt {
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int fd;
char name[NAMESIZE];
char fullname[NAMESIZE];
int state;
struct slic_pvt *next;
struct ast_channel *owner;
pthread_t thr;
char ext[AST_MAX_EXTENSION];
struct ast_frame frame;
} t_channels;
t_channels *chanlist = NULL;
Nejdůležitějšími prvky struktury jsou deskriptor souboru daného zařízení, název
tohoto zařízení, ukazatel owner typu ast channel, který odkazuje na vlastníka to-
hoto zařízení a ukazatel next typu slic pvt, pomocí kterého bude realizován seznam
zařízení. Dalším prvkem této struktury je celé jméno zařízení, což ve skutečnosti
je název souboru zařízení i s cestou k němu. Stav zařízení určuje, zda se zařízení
nachází například ve stavu vyvěšeno, zavěšeno a podobně. Do prvku ext se během
volby zapisuje volané číslo.
Jednotlivé prvky struktury slic pvt budou naplněny pro každý soubor zařízení ve
funkci load module. Soubory zařízení jsou uloženy v adresáři /dev/si3220/. Proto se
ve funkci load module projde celý tento adresář a jednotlivé soubory v něm obsažené
se definují pomocí struktury slic pvt, které se následně zřetězí do seznamu, na jehož
začátek bude ukazovat ukazatel chanlist. Plnění struktury pro jednotlivý soubor
vypadá následovně:
snprintf(tmp,8,"%s",ent->d_name);
if((strcmp(tmp,"channel") != 0))
continue;
tmpslic = malloc(sizeof(struct slic_pvt));
if(tmpslic) {
snprintf(tmpslic->fullname,NAMESIZE,"%s/%s",dir,ent->d_name);
snprintf(tmpslic->name,NAMESIZE,"Slic/%s",ent->d_name + 7);
tmpslic->fd = open( tmpslic->fullname , O_RDWR);
if( tmpslic->fd < 0){
ast_log(LOG_ERROR,
"Can’t open file %s %d\n", tmpslic->fullname , tmpslic->fd);
continue;
}
/* channel inicialization */
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initfunc(tmpslic->fd);
tmpslic->state = AST_STATE_DOWN;
tmpslic->next = NULL;
tmpslic->owner = NULL;
tmpslic->next = chanlist;
chanlist = tmpslic;
} else {
ast_log(LOG_ERROR, "Unable to create tmpslic \n");
unload_module();
return -1;
}
}
Jak je z výpisu vidět, nejprve se ověří, zda se jedná o soubor zařízení, tedy jestli
jeho název začíná řetězcem channel. Poté se alokuje datový prostor struktury, což
když se nezdaří, tak se zavádění modulu ukončí s chybovým hlášením. Pokud je
alokováno paměťové místo struktury, tak se začnou definovat prvky struktury jako
jsou jméno, deskriptor souboru, stav, vlastník a podobně. Během definování struktur
se pro každé zařízení spustí inicializační funkce, která má za úkol nastavit registry a
ram paměti hardwarového zařízení na implicitní hodnoty. Na konec se nastaví prvek
next a ukazatel chanlist, čímž se realizuje seznam zařízení.
Když je načtený celý seznam zařízení, funkce load module spustí samostatné
vlákno nazvané do monitor, které bude po dobu běhu modulu monitorovat, zda ne-
došlo k vyvěšení telefonního sluchátka u některého ze zařízení. Po úspěšném spuštění
vlákna do monitor funkce load module vrátí nulu, čímž Asterisku oznámí své řádné
ukončení.
Při detekci volby nás nyní bude zajímat funkce vlákna do monitor. Toto vlákno
má za úkol sekvenčně procházet seznam zařízení, vytvořený ve funkci load module.
U každého zařízení v seznamu nejprve zkontroluje, zda zařízení již má vlastníka a
pokud ne, vyčte si registr LCRRTP a kontroluje jeho nultý bit. Pokud je splněna
podmínka, že nultý bit registru LCRRTP je roven jedné a zároveň je zařízení ve
stavu zavěšeno, tak vlákno detekuje vyvěšení sluchátka. Pokud je tento nultý bit
roven jedné a zařízení je ve stavu vyvěšeno, tak vlákno do monitor detekuje zavěšení
sluchátka.
data = 0x090000;
ioctl( p->fd, SLIC_IOCXREG, &data);
if( p->state == AST_STATE_DOWN && (data & 0x01) == 0x01 )
{
p->state = AST_STATE_UP;
/* pokud ucastnik vyvesil spusti se vlakno pro obsluhu volby. */
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res = pthread_create(&p->thr, NULL, thread_function, (void *)p);
if(res != 0){
perror("Vytvoreni vlakna selhalo");
exit(EXIT_FAILURE);
}
}
if( p->state == AST_STATE_UP && (data & 0x01) != 0x01) {
if(p->thr == 0 ) {
p->state = AST_STATE_DOWN;
break;
}
res = pthread_cancel(p->thr);
if(res != 0){
perror("Ukoncovani selhalo");
exit(EXIT_FAILURE);
}
/*printf("Cekani na ukonceni vlakna\n");*/
res = pthread_join(p->thr, &thread_res);
if(res != 0){
perror("Spojeni salhalo");
exit(EXIT_FAILURE);
}
p->state = AST_STATE_DOWN;
}
Je-li detekováno vyvěšení, vlákno do monitor nastaví stav zařízení na vyvěšeno
a pro dané vlákno spustí vlákno další, které obsluhuje samotnou volbu od uživatele.
Je-li detekováno zavěšení, tak vlákno nastaví stav zařízení na stav zavěšeno a
pokud je již pro toto zařízení spuštěno vlákno volby, pokusí se ho ukončit.
Před spuštěním vlákna obsluhujícího volbu je uživateli poslán oznamovací tón.
Zapnutí oznamovacího tónu u hardwarového zařízení Si 3220 je realizováno nasta-
vením oscilátoru generujícího oznamovací tón. Konkrétně se jedná o nastavení jeho
frekvence, amplitudy a počáteční fáze. Dále se nastavují časovače, které určují po
jakou dobu je oscilátor aktivní a neaktivní a směr signálu.
/* nastaveni frekvence oscilatoru pro vyzvaneni (RAM 94)*/
data = 0x5E3C78;
ioctl( p->fd, SLIC_IOCSRAM, &data);
/* nastaveni amplitudy oscilatoru pro vyzvaneni (RAM 95)*/
data = 0x5F0590;
35
ioctl( p->fd, SLIC_IOCSRAM, &data);
/* nastaveni pocatecni faze oscilatoru pro vyzvaneni (RAM 96)*/
data = 0x600000;
ioctl( p->fd, SLIC_IOCSRAM, &data);
/* nastaveni O1TAHI (REG 61) active timer*/
data = 0x3D1f1f;
ioctl( p->fd, SLIC_IOCSREG, &data);
/* nastaveni O1TALO (REG 60) active timer*/
data = 0x3C4040;
ioctl( p->fd, SLIC_IOCSREG, &data);
/* nastaveni O1TIHI (REG 63) inactive timer */
data = 0x3F3e3e;
ioctl( p->fd, SLIC_IOCSREG, &data);
/* nastaveni O1TILO (REG 62) inactive timer */
data = 0x3E8080;
ioctl( p->fd, SLIC_IOCSREG, &data);
/* nastaveni OMODE (REG 58) */
/* smer signalu */
data = 0x3A0202;
ioctl( p->fd, SLIC_IOCSREG, &data);
/* spusteni oscilatoru pro vyzvaneni */
data = 0x3B0707;
ioctl( p->fd, SLIC_IOCSREG, &data);
Vypnutí oznamovacího tónu je implementováno ve vláknu obsluhy volby, kterému
bude věnována pozornost nyní.
Vlákno obsluhy volby se spouští vždy pro konkrétní zařízení a jako parametr se
mu předává struktura popisující dané zařízení. Po spuštění tohoto vlákna se nastaví
časovač, který hlídá, zda došlo k volbě číslice či nikoli. Není-li detekováno zadání
číslice před vypršením časovače, časovač volbu ukončí, zašle účastníkovy místo ozna-
movacího tónu tón obsazovací a čeká na zavěšení sluchátka. Zaslání obsazovacího
tónu je realizováno změnou nastavení časovačů aktivity a ne-aktivity oscilátoru.
Zadání číslice je rozpoznáváno ve dvou krocích. Nejprve se kontrolují 1. a 5. bit
registru IRQ0. Tyto bity signalizují, jestli došlo na hardwaru k přerušení. Pokud je
aspoň jeden z těchto dvou bitů nastaven na jedničku, zkontroluje se 4. bit registru
IRQ2, který určuje, zda-li se jedná o přerušení detektoru volby. Když jsou obě dvě
podmínky splněny, tak je rozpoznáno zadávání číslice a je vypnut oznamovací tón.
Poté co je detekováno zadání číslice, se vyčte registr TONDTMF, u kterého se
zkontrolují 4. a 5. bit. Jsou-li tyto bity nastaveny na 1, tak je číslice považována za
správně zadanou. To znamená, že nedošlo u hardwaru k chybě při zadávání číslice. Po
ověření správnosti číslice se zadaná číslice obsažena v prvních třech bitech registru
TONDTMF načte do řetězce digit.
data = 0x450000;
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ioctl( fspi->fd, SLIC_IOCXREG, &data);
if((data & 0x30) == 0x30){
switch( data & 0x0f){
case 0:
case 10:
case 11:
case 12:
case 13:
case 14:
case 15:
digit[0] = ’0’;
break;
default:
digit[0] = (data & 0x0f) + ’0’;
}
digit[1] = ’\0’;
...
}
Jakmile je řetězec digit naplněn číslicí, je přidán do proměnné ext daného zaří-
zení. Proměnná ext definuje volané číslo. Potom, co je číslice přidána do celého čísla,
přejde se ke kontrole celého zadávaného čísla pomocí volacího plánu.
strncat(fspi->ext, digit, sizeof(fspi->ext) - strlen(fspi->ext) - 1);
if(ast_exists_extension(NULL, context, fspi->ext, 1, cid_num))
{
new_slic(fspi, AST_STATE_RING);
volba = 0;
}else if (!ast_canmatch_extension(NULL, context, fspi->ext, 1, cid_num))
{
if (ast_exists_extension(NULL, "default", fspi->ext, 1, cid_num)) {
new_slic(fspi, AST_STATE_RING);
volba = 0;
} else if (!ast_canmatch_extension(NULL, "default", fspi->ext, 1, cid_num))
{
ast_log(LOG_NOTICE,
"%s není platne cislo v kontextu %s ani v kontextu default\n",
fspi->ext, context);
}
}
Kontrola zadaného čísla s volacím plánem je implementováno pomocí funkcí
ast exists extension a ast canmatch extension. První funkce zjišťuje, je-li číslice ob-
sažena ve volacím plánu a je přiřazena k nějakému účastníku. Druhá funkce zjišťuje,
zda je možné dosáhnout platného čísla jeho rozšířením o další číslici. Pokud není
číslo platné a je možné jej rozšířit o další číslo, tak se volba číslice opakuje. Není-li
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číslo platné a není možné jej ani rozšířit, je volba s hlášením o neúspěchu ukončena.
Je-li číslo platné, tak se pro dané zařízení zavolá funkce new slic.
Funkce new slic slouží k vytvoření nového kanálu Asterisku. Kanál je definován
strukturou ast channel. Funkce new slic tedy nejprve vytvoří nový objekt této struk-
tury a následně naplní potřebné její prvky. Mezi nejdůležitější prvky patří prvek tech,
určující strukturu ast channel tech daného hardwaru, prvek name definující jméno
zařízení, type definující typ zařízení, fds obsahující deskriptor souboru konkrétního
zařízení a prvek tech pvt určující strukturou slic pvt popisující dané zařízení.
struct ast_channel *tmp_chan;
tmp_chan = ast_channel_alloc(1);
tmp_chan->tech = &slic_tech;
snprintf(tmp_chan->name, sizeof(tmp_chan->name), "%s", i->name);
tmp_chan->type = type;
tmp_chan->fds[0] = i->fd;
tmp_chan->tech_pvt = i;
Pokud je struktura kanálu Asterisku správně vytvořena a naplněna, tak ji funkce
new slic přiřadí jako vlastníka použitého zařízení a zvýší kontrolní čítač počtu kanálů
o jedna.
i->owner = tmp_chan;
ast_mutex_lock(&usecnt_lock);
usecnt++;
ast_mutex_unlock(&usecnt_lock);
ast_update_use_count();
Na konec funkce new slic předá vytvořený kanál ústředně a tím je volba úspěšně
ukončena a o spojení hovoru se již stará Asterisk pomocí funkcí modulu definovaných
ve struktuře ast channel tech.
if (ast_pbx_start(tmp_chan)) {
ast_log(LOG_WARNING, "neni mozne spustit PBX on %s\n", tmp_chan->name);
ast_hangup(tmp_chan);
}
5.2 Zpracování odchozího hovoru
Před samotným popisem zpracování odchozího hovoru je potřeba nastínit, jak soft-
warová ústředna Asterisk pracuje se svými kanály. Od té doby, co je Asterisku předán
objekt typu ast channel, Asterisk pomocí deskriptoru souboru zařízení zjišťuje, zda
nedošlo na daném zařízení k nějaké výjimce, zda má zařízení nějaké data pro čtení
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nebo zda je zařízení připraveno na zápis dat. Tyto příznaky na souboru zařízení
zjišťuje pomocí funkce poll.
Pokud se na zařízení objeví příznak výjimky, Asterisk spustí pro daný typ kanálu
jeho funkci pro zpracování výjimky, v našem případě by to byla funkce slic exception.
Při příznaku čtení nebo zápisu se, podobně jako u výjimky, spouští příslušné funkce,
v našem případu by to byly funkce slic write a slic read. Tyto tři funkce budou
podrobněji popsány dále v textu.
Pro zpracování odchozího hovoru se v podstatě naváže na předchozí část textu
týkající se detekování volby od uživatele. Po zjištění volaného čísla od volajícího
účastníka se naplněná struktura ast channel předá softwarové ústředně Asterisk.
Od této chvíle se o zpracování odchozího hovoru stará Asterisk. Ten podle zadaného
čísla z volajícího plánu určí volané zařízení a uvede ho do stavu AST STATE RING,
tedy začne vyzvánět.
Pokud by se nyní volající účastník rozhodl volání ukončit a zavěsil sluchátko, tak
by tento čin Asterisk detekoval pomocí příznaku výjimky na deskriptoru souboru
zařízení. Poté by zavolal funkci slic exception, která by zavěšení vyhodnotila tak, že
by vytvořila kontrolní rámec typu zavěšení a jeho vrácením ústředně volání ukončila.
if( ast->_state == AST_STATE_RING && (data & 0x01) != 0x01)
{
p->frame.frametype = AST_FRAME_CONTROL;
p->frame.subclass = AST_CONTROL_HANGUP;
ast_setstate(ast,AST_STATE_DOWN);
return &p->frame;
}
Jakmile Asterisk obdrží kontrolní rámec typu zavěšení, zavolá funkci hangup
příslušného kanálového modulu a jako parametr jí předá strukturu ast channel po-
pisující daný kanál. V našem modulu funkce slic hangup funguje následujícím způso-
bem. Nejprve sníží hodnotu kontrolního čítače počtu aktivních kanálů. Poté nastaví
prvek objektu struktury slic pvt ext, určující volané číslo, na nulu. Dále u objektu
struktury slic pvt odebere vlastníka a objektu určujícího kanál odebere použitou
technologii.
static int slic_hangup(struct ast_channel *ast)
{
struct slic_pvt *p = ast->tech_pvt;
ast_mutex_lock(&usecnt_lock);
usecnt--;
ast_mutex_unlock(&usecnt_lock);
ast_update_use_count();
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memset(p->ext, 0, sizeof(p->ext));
p->state = AST_STATE_UP;
p->owner = NULL;
ast->tech_pvt = NULL;
ast_setstate(ast,AST_STATE_DOWN);
return 0;
}
Jak je ve výpisu vidět, funkce slic hangup nastavuje stav zařízení na stav AST STATE UP
i když stav kanálu nastavuje na AST STATE DOWN. Je to proto, aby po softwaro-
vém zavěšení funkce do monitor čekala na fyzické položení sluchátka. To je důležité
hlavně pokud je funkce slic hangup volána po zavěšení volaného účastníka.
Je-li však volající účastník dostatečně trpělivý a volaný účastník zvedne slu-
chátko, Asterisk detekuje spojení hovoru. Aby mohl příslušný modul reagovat na
vyzvednutí vzdáleného zařízení, tak Asterisk zavolá jeho funkci answer. U námi tvo-
řeného modulu je funkce slic answer velmi jednoduchá, v podstatě jen nastaví prvek
rings ve struktuře kanálu na nulu, čímž dá najevo, že vzdálené zařízení již nevyzvání.
Na konci své funkce nastaví stav kanálu na vyvěšeno.
static int slic_answer(struct ast_channel *ast)
{
ast->rings = 0;
ast_setstate(ast, AST_STATE_UP);
return 0;
}
Po spojení hovoru Asterisk začne kontrolovat příznaky čtení a zápisu u sou-
borů propojených zařízení. Pokud detekuje tyto příznaky, tak pro dané zařízení
zavolá funkce čtení a zápisu, u námi vytvořeného modulu jsou to funkce slic write
a slic read.
Funkce slic read slouží ke čtení dat ze zařízení. Načtená data uloží do rámce,
který následně předá Asterisku a ten ho pošle na vzdálené zařízení. Nejprve se do
rámce načtou počáteční hodnoty některých prvků.
p->frame.datalen = 0;
p->frame.samples = 0;
p->frame.data = NULL;
p->frame.src = type;
p->frame.offset = 0;
p->frame.mallocd=0;
p->frame.delivery = ast_tv(0,0);
Poté se přečtou data ze zařízení.
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CHECK_BLOCKING(ast);
res = read(p->fd, buf, 240);
ast_clear_flag(ast, AST_FLAG_BLOCKING);
Následně se načtenými daty naplní vytvořený rámec.
p->frame.data = buf;
p->frame.samples = 240;
p->frame.datalen = res;
p->frame.frametype = AST_FRAME_VOICE;
p->frame.subclass = prefformat;
p->frame.offset = AST_FRIENDLY_OFFSET;
return &p->frame;
Pokud je správně vytvořen rámec typu AST FRAME VOICE tedy obsahující
hovorová data, tak je vrácen Asterisku, který ho pošle na vzdálené zařízení.
Funkce slic write slouží k zápisu dat získaných z příchozího rámce ze vzdáleného
zařízení. Funkce zápisu námi vytvořeného modulu slic write na začátku zkontroluje,
jestli rámec, který má zapsat na zařízení, je správného typu a formátu.
if (!(frame->subclass & (AST_FORMAT_ALAW | AST_FORMAT_ULAW))
&& frame->frametype != AST_FRAME_VOICE)
{
ast_log(LOG_WARNING, "Nepodporovany format ’%d’ nebo typ ramce ’%d’\n",
frame->subclass, frame->frametype);
return 0;
}
Dále zjistí, je-li zařízení ve stavu vyzvednuto, do zařízení v jiném stavu nemá
smysl cokoli zapisovat.
if(ast->_state != AST_STATE_UP)
{
ast_log(LOG_NOTICE,
"Ve funkci slic_write neni zarizeni ve stavu AST_STATE_UP.\n");
return 0;
}
Pokud jsou podmínky splněny je možné data z předaného rámce zapsat na zaří-
zení. Zápis dat se provádí po kouscích o určité hardwarem podporované velikosti, v
našem případě jsou data zapisovány o velikosti 160 bytů.
len = frame->datalen;
buff = (unsigned char *)frame->data;
while(len)
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{size = len;
if(size > MAX_WRITE_SIZE) size = MAX_WRITE_SIZE;
res = write(p->fd, buff, size);
if(res != size) {
ast_log(LOG_DEBUG, "Zapsano %d (%s)\n",res, strerror(errno));
return 0;
}
len -= res;
buff += res;
}
Je-li zápis proveden bez chyby, funkce slic write nastaví návratovou hodnotu na
nulu a s úspěchem skončí.
Celý hovor v podstatě probíhá tak, že se střídají funkce čtení a zápisu. Ukon-
čení hovoru je opět detekováno pomocí příznaku výjimky na deskriptoru souboru
zařízení. Po detekování příznaku je volána funkce slic exception, která detekuje stav
vyvěšeno a položené sluchátko. Vytvoří kontrolní rámec typu zavěšení a ten vrátí
Asterisku.
if( ast->_state == AST_STATE_UP && (data & 0x01) != 0x01)
{
p->frame.frametype = AST_FRAME_CONTROL;
p->frame.subclass = AST_CONTROL_HANGUP;
ast_setstate(ast,AST_STATE_DOWN);
return &p->frame;
}
Asterisk pomocí kontrolního rámce zjistí ukončení hovoru a pro obě zařízení
zavolá funkci zavěšení. Tím je hovor ukončen.
5.2.1 Kontrolní výpisy realizace odchozího hovoru
K ověření funkčnosti vytvořeného modulu byly do každé funkce obsažené v modulu
vloženy výpisy s informací, že daná funkce byla volána. Pomocí toho je z výstupu
softwarové ústředny Asterisk vidět, že se funkce modulu při zpracovávání odchozího
hovoru volají ve výše popsaném pořadí a provádí popsanou funkci.
*CLI> Jan 1 03:02:52 NOTICE[595]: chan_slic.c:122 do_monitor: User Slic/33 pick up the phone
Jan 1 03:02:52 NOTICE[601]: chan_slic.c:412 thread_function: Cekam volbu..
Jan 1 03:02:55 NOTICE[601]: chan_slic.c:533 thread_function: Detekovano cislo 200
-- Executing Dial("Slic/33", "SIP/200") in new stack
-- Called 200
-- SIP/200-17f3 is ringing
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-- SIP/200-17f3 answered Slic/33
Jan 1 03:02:57 NOTICE[602]: chan_slic.c:791 slic_answer: parameters: ast_channel (type Slic, state 4)
Jan 1 03:02:57 NOTICE[602]: chan_slic.c:809 slic_write: parameters: ast_channel (type Slic, state 6), ast_frame (type 2)
Jan 1 03:02:57 NOTICE[602]: chan_slic.c:642 slic_read: parameters: ast_channel (type Slic, state 6)
Jan 1 03:02:58 NOTICE[602]: chan_slic.c:809 slic_write: parameters: ast_channel (type Slic, state 6), ast_frame (type 2)
Jan 1 03:02:58 NOTICE[602]: chan_slic.c:642 slic_read: parameters: ast_channel (type Slic, state 6)
....
Jan 1 03:02:58 NOTICE[602]: chan_slic.c:809 slic_write: parameters: ast_channel (type Slic, state 6), ast_frame (type 2)
Jan 1 03:02:59 NOTICE[602]: chan_slic.c:642 slic_read: parameters: ast_channel (type Slic, state 6)
Jan 1 03:02:59 NOTICE[602]: chan_slic.c:809 slic_write: parameters: ast_channel (type Slic, state 6), ast_frame (type 2)
Jan 1 03:03:00 NOTICE[602]: chan_slic.c:866 slic_exception: parameters: ast_channel (type Slic, state 6)
Jan 1 03:03:00 NOTICE[602]: chan_slic.c:900 slic_exception: User hang up with state: 6
== Spawn extension (default, 200, 1) exited non-zero on ’Slic/33’
Jan 1 03:03:00 NOTICE[602]: chan_slic.c:617 slic_hangup: parameters: ast_channel (type Slic, state 0)
Jan 1 03:03:00 NOTICE[595]: chan_slic.c:164 do_monitor: User Slic/33 hang up
5.3 Zpracování příchozího hovoru
Při zpracování příchozího hovoru spojení inicializuje softwarová ústředna Asterisk.
Nejprve podle volajícího plánu určí, jakého typu je volané zařízení. Podle toho
spouští příslušné funkce modulu určeného typu. Z volajícího plánu dále určí po-
řadové číslo konkrétního zařízení.
Po kontrole volajícího plánu Asterisk zavolá funkci request příslušného modulu.
Tuto funkci zavolá s parametry type, format, data, cause. První parametr určuje typ
volaného zařízení, druhý obsahuje informaci o podporovaných kodecích, ve třetím
je pořadové číslo volaného zařízení a čtvrtý slouží k chybového kódu v případě
neúspěšného ukončení funkce. U námi tvořeného modulu funguje funkce slic request
následujícím způsobem. Nejdříve zkontroluje, jestli podporuje požadované kodeky,
poté projde seznam všech námi vytvořených zařízení a hledá zařízení s požadovaným
pořadovým číslem.
if (!(format & (AST_FORMAT_ULAW | AST_FORMAT_ALAW ))) {
ast_log(LOG_NOTICE, "Kanal nepodporuje potrebny kodek ’%d’\n", format);
return NULL;
}
p = chanlist;
while(p) {
size_t length = strlen(p->name + 5);
if (strncmp(name, p->name + 5, length) == 0 && !isalnum(name[length])) {
if(!p->owner){
tmp = new_slic(p, AST_STATE_DOWN);
break;
}else{
*cause = AST_CAUSE_BUSY;
}
}
p = p->next;
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}Pokud požadované zařízení nalezne, ověří, jestli není pro něj již vytvořený kanál.
Pro zařízení bez vytvořeného kanálu spustí funkci new slic, která pro daná zařízení
kanál vytvoří. U zařízení s již vytvořeným kanálem se nastaví důvod neúspěchu
funkce na hodnotu AST CAUSE BUSY, které informuje ústřednu, že požadované
zařízení je zaneprázdněno a funkce slic reuqest skončí. Jakmile funkce request vy-
tvoří kanál pro volané zařízení a skončí s úspěchem, tak Asterisk pokračuje ve usku-
tečnění hovoru zavoláním funkce call. V našem případě je úloha funkce slic call též
jednoduchá.
if(ast->_state != AST_STATE_DOWN && ast->_state != AST_STATE_RESERVED) {
ast_log(LOG_WARNING,
"phone_call called on %s, neither down nor reserved\n", ast->name);
return -1;
}
spusteni_vyzvaneni();
ast_setstate(ast, AST_STATE_RINGING);
ast_queue_control(ast, AST_CONTROL_RINGING);
Nejprve se ověří, je-li volané zařízení ve stavu zavěšeno a není ve stavu rezervo-
váno. Když je podmínka splněna, spustí vyzvánění zařízení, nastaví status zařízení
na vyzvánění a vloží ho do kontrolní fronty, kde bude Asterisk čekat na vyzvednutí
zařízení.
Spuštění vyzvánění u integrovaného obvodu Si 3220 je realizováno zápisem do re-
gistrů, případně ram paměti, ovládající oscilátor vyzvánění. Oscilátoru vyzvánění je
nejprve potřeba nastavit frekvenci vyzváněcího signálu pomocí pamětí RINGFRHI
a RINGFRLO, amplitudu vyzváněcího signálu pomocí paměti RINGAMP a po-
čáteční fázi vyzváněcího signálu pomocí paměti RINGPHAS. Poté co je nastaven
vyzváněcí signál, nastaví se hodnoty časovačů, které určují, kdy je a není oscilátor
aktivní. Po nastavením časovačů je možné spustit samotný oscilátor nastavením bitů
v registru RINGCON. V námi vytvořené funkci slic request je spuštění vyzvánění
implementováno tedy takto:
/* nastaveni frekvence oscilatoru pro vyzvaneni (lo RAM 58, ho RAM 57)
* 0x7efd9d [20Hz]*/
data = 0x3A6CE8;
ioctl( p->fd, SLIC_IOCSRAM, &data);
data = 0x393F78;
ioctl( p->fd, SLIC_IOCSRAM, &data);
/* nastaveni amplitudy oscilatoru pro vyzvaneni (RAM 59) 273 [60Vrms]*/
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data = 0x3B0111;
ioctl( p->fd, SLIC_IOCSRAM, &data);
/* nastaveni pocatecni faze oscilatoru pro vyzvaneni (RAM 60)*/
data = 0x3C0000;
ioctl( p->fd, SLIC_IOCSRAM, &data);
/* nastaveni HI (REG 25) active timer*/
data = 0x191f1f;
ioctl( p->fd, SLIC_IOCSREG, &data);
/* nastaveni LO (REG 24) active timer*/
data = 0x184040;
ioctl( p->fd, SLIC_IOCSREG, &data);
/* nastaveni HI (REG 27) inactive timer */
data = 0x1B3e3e;
ioctl( p->fd, SLIC_IOCSREG, &data);
/* nastaveni LO (REG 26) inactive timer */
data = 0x1A8080;
ioctl( p->fd, SLIC_IOCSREG, &data);
/* spusteni oscilatoru pro vyzvaneni */
data = 0x171C1C;
ioctl( p->fd, SLIC_IOCSREG, &data);
/*nastaveni linky*/
data = 0x060404;
ioctl( p->fd, SLIC_IOCSREG, &data);
Během toho, co volané zařízení vyzvání, Asterisk čeká, dokud nedetekuje příznak
výjimky na deskriptoru souboru zařízení. Pokud Asterisk příznak výjimky detekuje,
tak pro dané zařízení spustí funkci exception. Tato funkce v tomto případě vy-
hodnotí, že se jedná o výjimku vyzvednutí sluchátka, zastaví oscilátor vyzváněcího
signálu a informuje o tom Asterisk pomocí kontrolního rámce.
if( ast->_state == AST_STATE_RINGING && (data & 0x01) == 0x01) {
/* vypnuti oscilatoru pro vyzvaneni */
data = 0x170000;
ioctl( p->fd, SLIC_IOCSREG, &data);
data = 0x0f0000;
ioctl(p->fd, SLIC_IOCXREG, &data);
data = 0x100000;
ioctl(p->fd, SLIC_IOCXREG, &data);
data = 0x110000;
ioctl(p->fd, SLIC_IOCXREG, &data);
data = 0x130202;
ioctl(p->fd, SLIC_IOCSREG, &data);
p->frame.frametype = AST_FRAME_CONTROL;
p->frame.subclass = AST_CONTROL_ANSWER;
45
ast_setstate(ast, AST_STATE_UP);
return &p->frame;
Poté co je Asterisk informován o zvednutí sluchátka volaného zařízení, je pro-
vedeno spojení volajícího a volaného zařízení. Ukončení spojení probíhá obdobně
jako u zpracování odchozího hovoru. Asterisk detekuje příznak výjimky u souboru
zařízení, poté zavolá funkci exception pro vyhodnocení výjimky. Ta rozhodne, že jde
o zavěšení sluchátka a informuje o tom Asterisk pomocí kontrolního rámce. Asterisk
nato zavolá funkci hangup obou zařízení. Funkce hangup odebere zařízením jejich
hovorové kanály a spojení je ukončeno.
5.3.1 Kontrolní výpisy realizace příchozího hovoru
Stejně jako při zobrazování kontrolních výpisů při zpracování odchozího hovoru jsme
postupovali i při kontrole zpracování příchozího hovoru. Jak je vidět z výpisu i
zpracování příchozího hovoru, funguje výše popsaným způsobem.
-- Executing Dial("SIP/200-867d", "Slic/34") in new stack
Jan 1 02:57:18 NOTICE[596]: chan_slic.c:688 slic_request: parameters type Slic, format 8, cause 0, data 34
Jan 1 02:57:18 NOTICE[596]: chan_slic.c:711 slic_request: Nalezeno zarizeni Slic/34.
Jan 1 02:57:18 NOTICE[596]: chan_slic.c:742 slic_call: parameters: ast_channel (type Slic, state 0), dest 34, timeout 0
-- Called 34
-- Slic/34 is ringing
Jan 1 02:57:21 NOTICE[596]: chan_slic.c:866 slic_exception: parameters: ast_channel (type Slic, state 5)
-- Slic/34 answered SIP/200-867d
Jan 1 02:57:22 NOTICE[596]: chan_slic.c:642 slic_read: slic_read, parameters: ast_channel (type Slic, state 6)
Jan 1 02:57:22 NOTICE[596]: chan_slic.c:809 slic_write: parameters: ast_channel (type Slic, state 6), ast_frame (type 2)
Jan 1 02:57:22 NOTICE[596]: chan_slic.c:642 slic_read: parameters: ast_channel (type Slic, state 6)
Jan 1 02:57:22 NOTICE[596]: chan_slic.c:809 slic_write: parameters: ast_channel (type Slic, state 6), ast_frame (type 2)
....
Jan 1 02:57:26 NOTICE[596]: chan_slic.c:642 slic_read: parameters: ast_channel (type Slic, state 6)
Jan 1 02:57:26 NOTICE[596]: chan_slic.c:809 slic_write: parameters: ast_channel (type Slic, state 6), ast_frame (type 2)
Jan 1 02:57:26 NOTICE[596]: chan_slic.c:642 slic_read: parameters: ast_channel (type Slic, state 6)
Jan 1 02:57:26 NOTICE[596]: chan_slic.c:809 slic_write: parameters: ast_channel (type Slic, state 6), ast_frame (type 2)
Jan 1 02:57:26 NOTICE[596]: chan_slic.c:866 slic_exception: parameters: ast_channel (type Slic, state 6)
Jan 1 02:57:26 NOTICE[596]: chan_slic.c:900 slic_exception: User hang up with state: 6
Jan 1 02:57:26 NOTICE[596]: chan_slic.c:617 slic_hangup: parameters: ast_channel (type Slic, state 0)
== Spawn extension (default, 101, 1) exited non-zero on ’SIP/200-867d’
Jan 1 02:57:26 NOTICE[595]: chan_slic.c:164 do_monitor: User Slic/34 hang up
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6 ZÁVĚR
Tato diplomová práce je rozdělena na dvě části. První část se obecně věnuje ope-
račnímu systému Linux a zejména vytvoření modulu zaváděného do jádra tohoto
systému. Také je zde popsán návrh ovladače pro integrovaný obvod Si 3220 od firmy
Silicon Laboratories. Návrh ovladače je koncipován tak, aby bylo vytvořeno komu-
nikační rozhraní použitelné k propojení jaderného modulu se softwarovou telefonní
ústřednou Asterisk.
V druhé části této práce je popsána pobočková ústředna Asterisk. Konkrétně je
rozebrána struktura softwarové ústředny Asterisk a její modularita. Modularita As-
terisku je velmi ceněná zejména vývojáři, jelikož jim dovoluje si vytvořit pro vlastní
technologii podporu v této softwarové ústředně. V této části práci je také popsáno
vytvoření kanálového modulu pobočkové ústředny Asterisk. V popsaném kanálo-
vém modulu jsou implementovány zejména funkce pro detekování volby uživatele a
zpracování příchozího nebo odchozího hovoru.
Korektnost funkce kanálového modulu a jeho propojení s použitým hardwarem
je kontrolována zejména pomocí výpisu v prostředí softwarové ústředny Asterik. Z
uvedených kontrolních výpisů je zjevné, že návrh i implementace podpory hardwaru
firmy Silicon Laboraturies byli úspěšné.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
API aplikační programové rozhraní - application programming interface
GPL veřejná GNU licence - the GNU public license
BSP nástroje pro podporu hardwaru - Board Support Package
LKM moduly zaváděné do jádra - Loable Kernel Module
PBX privátní pobočková ústředna - Private Branch Exchange
SIP protokol pro inicializaci relací - Session Initiation Protokol
IAX protokol pro vnitřní přepojování a Asterisku - Inter Asterisk Exchange
GSM globální systém pro mobilní komunikaci - Global System for Mobile
communications
ISDN digitální síť integrovaných služeb - Integrated Services Digital Network
ADPCM adaptivní dalta pulsní kódová modulace - Adaptive Delta Pulse Code
Modulation
VoIP volání přes protokol IP - Voice over Internet Protocol
TDM časový multiplex - Time Division Multiplex
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