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Los genealogistas están interesados en almacenar árboles genealógicos en 
grandes repositorios para su gestión y análisis. En el contexto tecnológico 
actual, con un auge importante en las tecnologías de bases de datos no 
relacionales (también conocidas como NoSQL), es una buena oportunidad 
desarrollar un sistema que permita esta gestión con una base de datos no 
relacional basada en grafos. Este sistema será una aplicación web que 
almacenará árboles genealógicos en una base de datos Neo4j, además de 
permitir su importación, gestión y visualización. 
 
Este trabajo final de grado es de modalidad A y se ha desarrollado bajo la 
dirección del profesor Enric Mayol del Departamento de Ingeniería de Servicios 
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Els genealogistes estan interessats en emmagatzemar arbres genealògics en 
grans repositoris per a la seva gestió i anàlisi. En el context tecnològic actual, 
amb un auge important en les tecnologies de bases de dades no relacionals 
(també conegudes com NoSQL), es una bona oportunitat desenvolupar un 
sistema que permeta aquesta gestió amb una base de dades no relacional 
basada en grafs. Aquest sistema serà una aplicació web que emmagatzemarà 
arbres genealògics en una base de dades Neo4j, a més de permetre la seva 
importació, gestió i visualització. 
 
Aquest treball final de grau és de modalitat A i ha estat desenvolupat amb la 
direcció del professor Enric Mayol del Departament d’Enginyeria de Serveis i 
Sistemes d’Informació de la Universitat Politècnica de Catalunya.  
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Genealogists have an interest in storing in family trees in large repositories for 
management and analysis. In the current technological context, with a boom in 
the technologies of non-relational databases (also known as NoSQL 
databases), it is a good opportunity to develop a system that allows this 
management using a non-relational database based on graphs. This system is 
a web application that will store family trees in a Neo4j database, also allowing 
tree importing, management and visualization. 
 
This is an A modality final project and has been developed under the direction 
of Professor Enric Mayol of the Department of Service and Information System 
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La genealogía es el estudio de la ascendencia y descendencia de las personas 
y familias [1]. El conocimiento de los ancestros puede tener distintas 
motivaciones, y en el mundo existe una gran cantidad de asociaciones y 
academias dedicadas al estudio de la genealogía. En Estados Unidos se tiene 
gran afición por ella, en parte gracias a las creencias y a la labor de la Iglesia 
de Jesucristo de los Santos de los Últimos Días (informalmente, la Iglesia 
Mormona), que le otorga una importancia espiritual al conocimiento de los 
ancestros [2]. En España existen, entre otras comunidades, Hispagen 
(Asociación de Genealogía Hispana), la SCGHSVN (Societat Catalana de 
Genealogia, Heràldica, Sigil·lografia, Vexil·lologia i Nobiliària) y muchos otros 
grupos locales en distintas redes como Google Groups, Yahoo! o Facebook. 
 
En las numerosas comunidades interesadas en la genealogía se busca poder 
realizar árboles genealógicos y compartir fácilmente su información con la de 
otros genealogistas. Esta voluntad genera la necesidad de disponer de una 
base de datos de árboles potente y alguna herramienta que facilite analizar, 
buscar resultados y compartir la información de los árboles genealógicos. 
Existen múltiples herramientas al alcance de los genealogistas para facilitarles 
estas tareas, pero la inmensa mayoría funcionan sobre bases de datos 
relacionales, que pueden no ser la mejor solución para tratar este tipo de 
información en el contexto tecnológico actual.  
 
El auge de las nuevas arquitecturas de bases de datos NoSQL proporciona una 
oportunidad para crear un sistema genealógico que utilice una base de datos 
basada directamente en árboles o grafos, como es Neo4j. Enfocándose en este 
punto diferencial, la finalidad de este proyecto es construir un sistema 
experimental o base para un sistema genealógico completo, que pudiera  ser 
una alternativa a otras herramientas genealógicas del mercado. 
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2. OBJETIVOS Y COMPETENCIAS TÉCNICAS 
 
2.1. Objetivos 
Mediante este proyecto se desarrolla un repositorio de árboles genealógicos 
con un sistema web asociado para explotarlo, para satisfacer la necesidad de 
las comunidades interesadas en la genealogía de almacenar, tratar y visualizar 
sus árboles genealógicos desde una base de datos común compartida. 
 
El sistema ha de contar con una base de datos NoSQL capaz de gestionar los 
árboles genealógicos de distintos usuarios de forma independiente y eficiente. 
Se busca tener un gran repositorio compartido donde todos los usuarios 
guarden sus árboles y se pueda, dado el caso, analizar información de todos 
ellos. 
 
El sistema debe tener una interfaz web desde la que permitir el acceso a 
usuarios y el uso de sus funcionalidades. Se les permitirá, básicamente, crear 
árboles genealógicos, modificarlos a voluntad, importar sus árboles al sistema 
desde archivos con formato GEDCOM, y visualizar los árboles genealógicos, 
ya sea completos o con algún tipo de filtro. 
 
2.2. Competencias técnicas 
Las competencias técnicas que se asocian al desarrollo del proyecto son las 
siguientes: 
 CES1.4. Desarrollar, mantener y evaluar servicios y aplicaciones 
distribuidas con soporte de red. [Bastante] 
 CES1.5. Especificar, diseñar, implementar y evaluar bases de datos. [En 
profundidad] 
 CES1.9. Demostrar comprensión en la gestión y gobierno de los 
sistemas software. [Un poco] 
 CES2.1. Definir y gestionar los requisitos de un sistema software. 
[Bastante] 
 CES3.1. Desarrollar servicios y aplicaciones multimedia. [Un poco] 
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3. TECNOLOGÍAS UTILIZADAS 
 
Para la realización de este proyecto se utilizan diversas tecnologías y 
herramientas que se describen a continuación: 
 
 GEDCOM 
GEDCOM es un estándar desarrollado por la Iglesia de Jesucristo de los 
Santos de los Últimos Días con la finalidad de proporcionar un formato flexible 
y uniforme para el intercambio de información genealógica informatizada [3]. La 
versión de GEDCOM 5.5, publicada en el 2 de enero de 1996, es el estándar 
más utilizado por las aplicaciones informáticas de genealogía. Cabe destacar 
que la compatibilidad del estándar no es completa en todo el abanico de 
opciones software de genealogía, ya que no todos ellos cumplen toda la 
especificación del estándar, y que algunos propietarios de software proponen 
seguir otras opciones derivadas, como la extensión de GEDCOM 5.5 llamada 
GEDCOM 5.5EL [4]. 
 
En el presente proyecto se utiliza el estándar GEDCOM 5.5 para la importación 
de árboles al sistema, pues la gran mayoría de aplicaciones de genealogía 
permiten la exportación a este formato. 
 
 Neo4j 
Neo4j es un sistema gestor de bases de datos NoSQL que almacena toda la 
información en forma de grafos. Las bases de datos NoSQL se caracterizan por 
ofrecer alternativas a las clásicas bases de datos relacionales para problemas 
que se afrontan mejor con otra tecnología. La finalidad del presente proyecto es 
almacenar árboles, por lo que transformar su información en tablas es menos 
adecuado que mantenerla en su forma de árbol, representable de forma directa 
en una base de datos de grafos [5]. Neo4j es, con una diferencia notable, el 
sistema gestor de bases de datos en grafos más popular [6], además de contar 
con licencia gratuita y ser de código abierto. 
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Para comunicar una aplicación con una base de datos Neo4j es necesario 
utilizar alguno de los drivers compatibles. El uso de Neo4j no limita el lenguaje 
para programar las aplicaciones que lo utilicen, ya que existen herramientas 
para conectarse a Neo4j para los lenguajes habituales: Java, .NET, JavaScript, 
Python, Ruby, PHP, R, Go, etc. 
 
Neo4j cuenta con un lenguaje de consulta denominado Cypher. Con este 
lenguaje se pueden construir consultas de forma expresiva y eficiente para 
extraer información y para modificar la base de datos. Su sintaxis se basa en la 
búsqueda de patrones, aunque algunas de sus palabras clave se inspiran en 
SQL [7].  En este proyecto, la comunicación con la base de datos Neo4j se 
realiza utilizando este lenguaje. 
 
 Py2neo 
Py2neo es una librería para trabajar con Neo4j desde un entorno de 
programación con el lenguaje Python [8], que es el utilizado en el desarrollo del 
proyecto. Py2neo tiene funcionalidades para manejar los grafos de la base de 
datos desde dos enfoques: modificándolos como objetos en Python o 
resolviendo consultas escritas en Cypher. Como se ha indicado en el apartado 
anterior, se utilizará Cypher para la consulta y modificación de la información, 
con el fin de que el código no sea exclusivo de esta librería sino en el lenguaje 
de consulta estándar de Neo4j. 
 
 Django 
Django es un framework de desarrollo de aplicaciones web completamente en 
Python [9]. Su máxima es conseguir un desarrollo rápido a la par que un diseño 
limpio y pragmático de la aplicación web. 
 
Django sigue una arquitectura basada en la conocida como Modelo-Vista-
Controlador, con ligeras modificaciones.  Sus capas son: 
 Capa de modelo, en la que se estructuran y modifican los datos de la 
aplicación. Se corresponde exactamente con la capa Modelo del MVC. 
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 Capa de vista, en la que se procesa la petición del usuario y se escoge 
la información que la aplicación retornará. Su correspondencia en la 
arquitectura MVC se incluye en la capa Controlador. 
 Capa de plantilla, en la que se estructura la información para 
presentársela al usuario. Se corresponde con la capa Vista del MVC. 
 
La aplicación web funcionará completamente sobre un servidor web Django. 
 
 Joomla 
Joomla es un sistema de gestión de contenidos (CMS) para la creación de 
sitios web. No entra en el marco de este proyecto, pero su presencia futura 
afectará al desarrollo del mismo. La aplicación en desarrollo no gestionará los 
usuarios directamente sino que se dejará una versión de inicio de sesión 
compatible de forma que, en un futuro, la autenticación con Joomla sea posible 
de forma sencilla. 
 
 Alchemy.js y D3.js 
Alchemy.js y D3.js (también llamado Data-Driven Documents) son librerías de 
JavaScript para la representación gráfica de datos. Alchemy (que internamente 
está basado en D3) se caracteriza por mostrar la información de grafos de 
forma sencilla, requiriendo una configuración mínima para funcionar. Por el 
contrario, su configuración es limitada y presenta algunos bugs en sus últimas 
versiones. D3 es una librería para mostrar de forma gráfica datos en general, 
no limitándose a grafos, por lo que requiere de más configuración, pero es 
altamente adaptable a unas necesidades específicas. 
 
Este proyecto comenzó a desarrollarse utilizando Alchemy para la 
representación de los grafos de la base de datos, ya que era una herramienta 
sencilla y que ofrecía las funcionalidades necesarias para el proyecto. Sin 
embargo, para conseguir una mejor visualización de la información genealógica 
y una interfaz más agradable para los usuarios, en la iteración final de 
desarrollo se migró a D3. 
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4. ESTADO DEL ARTE 
 
Actualmente se pueden encontrar numerosas aplicaciones de genealogía, tanto 
basadas en web como de escritorio. Se deben estudiar principalmente las 
aplicaciones web que permiten la elaboración de árboles genealógicos desde la 
propia web, y que permiten compartir información entre los usuarios 
registrados. También son objeto de estudio los programas de escritorio que 
permiten la elaboración de árboles genealógicos, aunque pueden no disponer 
de la funcionalidad de compartición. A continuación se presentan algunas de 
las aplicaciones importantes en el sector. 
 
4.1. Sitios web de genealogía 
 FamilySearch 
FamilySearch es un sitio web que permite generar y compartir árboles 
genealógicos y buscar antepasados en registros [10]. Depende de una 
organización sin ánimo de lucro a cargo de la Iglesia Mormona. Se caracteriza 
por disponer de millones de registros digitalizados de todo el mundo sobre los 
que poder hacer búsquedas. FamilySearch utiliza ampliamente el formato 
GEDCOM. Recientemente ha abierto un servicio donde los usuarios pueden 
compartir sus árboles genealógicos en una base de datos unificada.  
 
 Ancestry 
Ancestry es un sitio web dedicado a que los usuarios encuentren su 
ascendencia y otros lazos familiares en la actualidad [11]. Dispone de 
aplicación para realizar árboles genealógicos, base de datos con los árboles de 
sus miembros, registros históricos de consulta y aplicación para teléfono móvil. 
Los usuarios, que ascienden a varios millones de suscriptores de pago, suben 
fotografías, documentos y otros contenidos a la red. Además ofrece un servicio 
de análisis de ADN con el que combinan sus resultados con su base de datos 
de historia familiar para predecir la ascendencia étnica de los usuarios. 
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MyHeritage es una red social orientada a la genealogía en la que los usuarios 
pueden buscar su ascendencia en registros históricos [12]. Dispone de un 
software que los usuarios pueden descargar para crear árboles genealógicos, 
compartirlos con otras personas y buscar en la base de datos de MyHeritage 
posibles parientes. También cuenta con un elemento social con el que los 
miembros de la comunidad pueden compartir fotos y videos y organizar 
eventos familiares. 
 
4.2. Aplicaciones de escritorio 
 Legacy Family Tree 
Legacy Family Tree es un programa para Windows que permite gestionar, 
organizar y analizar información genealógica con facilidad [13]. Se puede 
enlazar con las bases de datos de FamilySearch y Ancestry, por lo que dispone 
de una gran capacidad de investigación genealógica, y puede importar esta 
información al árbol genealógico local del usuario cuando coincide. 
 
 Gramps 
Gramps es un programa que permite almacenar distinta información 
genealógica y personal. Se caracteriza por su capacidad de analizar esta 
información y elaborar informes en distintos formatos. Gramps utiliza para sus 
archivos un formato propio extendido de XML, aunque es capaz de importar 
otros formatos como GEDCOM o CSV. 
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4.3. Aplicaciones basadas en web 
Existen varios programas basados en web que el usuario puede instalar en su 
servidor para mantener su árbol genealógico [14]. Cabe destacar que no tienen 
una base de datos común, sino que están limitados a cada una de sus 
instalaciones. Algunos de ellos son Genealone, Geneotree, HuMo-gen, 
PhpGedView o The Next Generation of Genealogy Sitebuilding (TNG). Los 
programas mencionados tienen muchas características en común, como 
generación de árboles, importación de archivos GEDCOM, vistas de individuo y 
de familia, posibilidad de adjuntar fotos y documentos, y generación de árboles 
de ascendencia y descendencia. Tecnológicamente, todos ellos están 
programados con PHP y JavaScript, y trabajan con una base de datos 
relacional –generalmente, MySQL. 
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5. ALCANCE DEL PROYECTO 
 
Para que el proyecto cumpla con los objetivos especificados, se deben realizar 
una serie de tareas en el desarrollo del sistema web y la base de datos: 
 Diseño de la base de datos en Neo4j: 
o Diseño de un esquema que permita el almacenamiento de 
árboles genealógicos flexibles, atendiendo a las relaciones de 
parentesco en familias actuales (requiriendo, pero no 
necesariamente limitándose a, las relaciones familiares posibles 
en el estándar GEDCOM 5.5). El esquema de la base de datos 
debe posibilitar a los usuarios del sistema la gestión efectiva de 
los árboles de, y sólo de, su propiedad. 
 Especificación de los requisitos del sistema web de gestión de árboles 
genealógicos, concretando todas sus funcionalidades y casos de uso. 
 Diseño  e implementación del sistema web en un servidor Django. 
Básicamente sus funcionalidades serán: 
o Inicio de sesión integrado con un sistema Joomla externo. 
o Creación de árboles genealógicos vacíos y eliminación de los 
mismos. 
o Importación de un árbol genealógico desde un fichero GEDCOM. 
o Gestión (inserción, modificación y eliminación de elementos) de 
árboles genealógicos existentes. 
o Definición y creación de las consultas con las que se obtendrán 
de la base de datos subconjuntos de árboles genealógicos 
(subgrafos) o, posiblemente, listados. 
o Visualización vía web de subconjuntos de árboles genealógicos. 
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6. GESTIÓN DEL PROYECTO 
 
6.1. Partes interesadas 
Las partes interesadas (o stakeholders) son los actores que tienen algún tipo 
de interés en el desarrollo del proyecto. Se corresponden con los siguientes: 
 Director del proyecto. Es el profesor que oferta el proyecto por su interés 
personal en la realización del mismo. Su función es dirigir y guiar al 
desarrollador de forma que se realice de la forma correcta. En este 
proyecto es Enric Mayol Sarroca, profesor del Dpto. de Ingeniería de 
Servicios y Sistemas Informáticos (ESSI) en la Universidad Politécnica 
de Cataluña. 
 Desarrollador. Es la persona que realiza el proyecto. En este caso, es el 
alumno que realiza el Trabajo Final de Grado y, por ende, interesado en 
el desarrollo del proyecto. 
 Usuarios. El proyecto se realiza con el fin de ser una herramienta útil 
para la  comunidad de personas interesadas en la genealogía –sus 
usuarios–, por lo que son ellos los beneficiarios de la aplicación. 
 
6.2. Metodología y rigor 
6.2.1. Metodología de trabajo 
El proyecto se desarrollará siguiendo una metodología iterativa e incremental, 
inspirada en los métodos ágiles de desarrollo de software tales como Scrum, 
aunque adaptada al desarrollo del proyecto por una sola persona. Consistirá en 
la asignación previa de las tareas y su distribución en iteraciones, asignándoles 
a éstas plazos de tiempo y resultados esperados. Estas iteraciones serán 
relativamente cortas, ajustándose al volumen de trabajo de las tareas. 
 
Al inicio de cada iteración se realizará una revisión de la planificación, de forma 
que se estudiará cómo ha concluido la iteración anterior y se asignarán las 
tareas para la iteración que comienza, haciendo alguna modificación a la 
planificación inicial si fuera necesario. Acto seguido, se dará paso a la 
realización de las tareas asignadas, que en el caso de las iteraciones de 
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desarrollo será realizar un diseño específico y ligero del contenido de la 
iteración, la implementación y las pruebas que aseguren su funcionamiento, 
validando los requisitos. Al finalizar cada iteración habrá, como mínimo, una 
reunión con el director del proyecto para asegurar que se mantiene la buena 
dirección del mismo. 
 
6.2.2. Herramientas de seguimiento 
Se trabajará con el gestor de repositorios Github usando Git, de forma que se 
garantizará la disponibilidad del código y, gracias a su control de versiones, se 
podrá tener un seguimiento de la evolución del proyecto, además de poder 
recuperar código en caso de errores. 
 
6.2.3. Métodos de validación 
 Evaluación por iteraciones. En todas las iteraciones de desarrollo existe 
una fase de pruebas en la que se comprueba que el sistema funciona 
correctamente y se evalúa si cumple con los requisitos que estaban 
especificados. En caso de haber incidencias, está previsto que se 
resuelvan en esta misma fase hasta que queden solventadas. 
 Seguimiento del director. Durante toda la realización del trabajo se 
tendrá una comunicación frecuente con el director del proyecto, tanto por 
correo electrónico como en las reuniones físicas concertadas, para 
informar de los resultados que se van obteniendo y para consultar 
cualquier incidencia o detalle a concretar sobre el sistema. En éstas, el 
director validará que el trabajo realizado es el esperado. 
 
  
Universitat Politècnica de Catalunya - BarcelonaTech 




6.2.4. Cambios respecto a la metodología inicial 
No se ha considerado útil cambiar la metodología, ya que se ha podido seguir 
durante el proyecto sin problemas, exceptuando alguna reunión de seguimiento 
con el director por final de iteración, como es el caso de la planeada a 
mediados de julio. Respecto a la herramienta de seguimiento del código, 
durante el desarrollo el proyecto fue migrado desde la plataforma Github a 
Bitbucket por la permisividad de la segunda opción respecto a repositorios 
privados. 
 
6.3. Riesgos en el desarrollo del proyecto 
Durante el desarrollo del proyecto, los riesgos principales provienen de los 
problemas que pueden surgir en el desarrollo del sistema web, ya sean debido 
a la falta de experiencia utilizando el framework elegido, a la integración con la 
base de datos o a la visualización de los árboles. En cualquiera de estos casos 
ocurriría una demora en la planificación temporal, afectando a todas las tareas 
posteriores. 
 
Además de los retrasos derivados del desarrollo, son posibles los derivados de 
la elaboración de la documentación asociada al proyecto, debido a una 
planificación incorrecta. 
 
En cualquier caso, es un riesgo inevitable pero afrontable por dos motivos: 
 Es posible que algunas tareas acaben requiriendo menos tiempo del 
planificado, puesto que se tendrán en cuenta periodos de contingencia 
en la planificación temporal tanto de cada tarea como del proyecto en 
general, siempre que los plazos lo permitan. 
 La metodología de trabajo iterativa e incremental, explicada en el 
siguiente punto, minimiza el efecto negativo de acarrear retrasos por 
acciones anteriores, ya que revisa la planificación del trabajo a cada 
iteración y es lo suficientemente flexible para introducir modificaciones 
menores a corto plazo. 
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6.4. Planificación temporal 
6.4.1. Planificación general 
6.4.1.1. Duración 
El proyecto está planificado de forma que esté completado en el mes de 
octubre y se ajuste a la disponibilidad de los recursos humanos. Comenzando 
el proyecto a mediados de febrero, la duración del mismo es de seis meses y 
medio, concretamente, desde el día 16 de febrero hasta el día 2 de octubre. De 
este periodo se excluye el mes de agosto, que no forma parte del calendario 
laboral. Con esta disposición temporal, se permite un periodo de una o dos 
semanas a lo sumo en el que, de forma extraordinaria, podría prolongarse el 
desarrollo del proyecto antes de alcanzar la fecha límite. La planificación estima 
460 horas de trabajo en el proyecto, sin tener en cuenta las reuniones de 
seguimiento. 
 
6.4.1.2. Recursos físicos 
Los recursos humanos de los que se cuenta para la realización del proyecto 
son de un desarrollador. Se prevé una dedicación del desarrollador de 30 horas 
semanales durante la primera iteración del proyecto (del 16 de febrero al 4 de 
marzo), y de 15 horas semanales durante el resto (del 5 de marzo al 2 de 
octubre), ajustándose a su disponibilidad de trabajo.  
Los recursos materiales consisten en un ordenador portátil preparado con el 
entorno de desarrollo adecuado, y en el que se mantendrá el servidor web y el 
de Neo4j durante la realización del proyecto.  
 
Estos recursos se dedican en su totalidad a la realización de todas las tareas 
del proyecto y, por tanto, no requieren una gestión más compleja. 
 
6.4.1.3. Consideraciones de la planificación 
Las tareas se realizan durante las iteraciones, según la metodología que se 
utiliza en el desarrollo de este proyecto. Cada iteración especifica como 
dependencia de precedencia la iteración anterior, pues las tareas que se 
realizan en ellas no se pueden llevar a cabo sin completar las anteriores. 
Además, dado que el proyecto lo realiza una sola persona, ninguna tarea será 
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realizada de forma paralela a otra. Las iteraciones se suceden una tras otra 
según su numeración, coincidiendo con el camino crítico de la planificación 
general. Ésta se puede observar en su totalidad de forma gráfica en el 
diagrama de Gantt adjunto en el Anexo 1. 
 
6.4.1.4. Plan de acción y valoración de alternativas 
Al inicio de cada iteración está programada una revisión de la planificación para 
conseguir en todo momento un buen ritmo en el desarrollo del proyecto y, si 
fuera necesario, poder hacer algún ajuste. Estas modificaciones podrían ser de 
dos tipos:  
 Alteraciones en la planificación temporal, reasignando las horas 
asignadas a algunas de las tareas tanto en cantidad necesaria para 
llevarlas a cabo (tras haber obtenido experiencia dentro de su campo de 
desarrollo), como en el momento de su ejecución (ya fuera en forma de 
retraso o adelanto).  
 Alteraciones en la definición de requisitos, modificando las 
funcionalidades que se implementarán. Esto es especialmente plausible 
en las dos últimas iteraciones de desarrollo, en las que se puede alterar 
ligeramente los requisitos. Por ejemplo, en caso de necesidad sería 
posible ajustar el número de consultas que realizar sobre los árboles, así 
como su método y detalle de visualización, según el tiempo disponible 
para su desarrollo. 
 
Además de esta flexibilidad, se tiene en cuenta un periodo extraordinario de 
dos semanas como máximo en el que se podía retrasar la finalización del 
proyecto si fuera necesario, a menos que las fechas de entrega y defensa del 
mismo que, en principio deberían permitirlo, lo impidiesen. 
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6.4.2. Descripción de las iteraciones 
6.4.2.1. Iteración 0: Gestión de proyectos 
 Duración: Del 16/02/2015 al 04/03/2015 
 Descripción: La primera iteración del proyecto consiste en la elaboración de 
distintos documentos  y presentaciones para sentar la planificación y la 
base de la gestión del mismo. 
 Dependencias de precedencia: Ninguna. 





Definición del Alcance del proyecto 8 h 
Planificación temporal 10 h 
Gestión económica y sostenibilidad 10 h 
Presentación preliminar 6 h 
Contextualización y bibliografía 15 h 
Justificación de competencias 8 h 
Presentación oral y documento final 18 h 
Total de Iteración 0 75 h 
 
6.4.2.2. Iteración 1: Diseño e implementación de la base de datos 
 Duración: Del 05/03/2015 al 11/03/2015 
 Descripción: En esta iteración se estudiarán las distintas opciones para 
diseñar el modelo de la base de datos de árboles genealógicos deseado y 
se escogerá justificadamente un diseño. Se implementará en el servidor de 
base de datos Neo4j lo necesario del esquema. 
 Dependencias de precedencia: Iteración 0. 
 Recursos: Un desarrollador (15 h/semana), un ordenador, LibreOffice, 
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Diseño del esquema de la BD 6 h 
Implementación de la BD 4 h 
Pruebas de validación 5 h 
Total de Iteración 1 15 h 
 
6.4.2.3. Iteración 2: Sistema web – Especificación e Inicio 
 Duración: Del 12/03/2015 al 22/04/2015 
 Descripción: En esta iteración se especifica exactamente qué deberá hacer 
el sistema web y se diseña. También se decide la tecnología y se comienza 
la implementación del mismo. La implementación en esta iteración 
consistirá en permitir la navegabilidad entre páginas y conectar el sistema 
web con Neo4j; las funcionalidades se implementarán en las iteraciones 
siguientes. 
 Dependencias de precedencia: Iteración 1. 
 Recursos: Un desarrollador (15 h/semana), un ordenador, Neo4j, un 
navegador de Internet, un framework y un IDE a especificar adecuados 





Revisión de la planificación 2 h 
Especificación de requisitos del 
sistema web 
10 h 
Especificación y diseño de los casos 
de uso 
35 h 
Elección y aprendizaje del framework 20 h 
Implementación y prueba del sistema 
web 
23 h 
Total de Iteración 2 90 h 
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6.4.2.4. Iteración 3: Sistema web – Funcionalidades I 
 Duración: Del 23/04/2015 al 29/05/2015 
 Descripción: En esta iteración se implementan las funcionalidades que se 
considere principales. La primera será la importación de documentos 
GEDCOM a la base de datos, de forma que se confirmará de forma 
práctica el buen funcionamiento de ésta. Las siguientes funcionalidades 
que se implementen en esta iteración se decidirán a partir de los casos de 
uso durante la revisión de la planificación que se realiza al inicio de la 
iteración. 
 Dependencias de precedencia: Iteración 2. 
 Recursos: Un desarrollador (15 h/semana), un ordenador, Neo4j, un 
navegador de Internet, un framework y un IDE a especificar adecuados 





Revisión de la planificación 2 h 
Diseño gráfico del sistema web 8 h 
Implementación del sistema web 50 h 
Pruebas del sistema web 20 h 
Total de Iteración 3 80 h 
 
6.4.2.5. Iteración 4: Sistema web – Funcionalidades II 
 Duración: Del 29/05/2015 al 08/07/2015 
 Descripción: En esta iteración se implementan las siguientes 
funcionalidades consideradas cruciales para el proyecto y que no se han 
implementado en la iteración anterior. Éstas se deciden de forma específica 
a partir de los casos de uso durante la revisión de la planificación que se 
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 Dependencias de precedencia: Iteración 3. 
 Recursos: Un desarrollador (15 h/semana), un ordenador, Neo4j, un 
navegador de Internet, un framework y un IDE a especificar adecuados 





Revisión de la planificación 2 h 
Implementación del sistema web 55 h 
Pruebas del sistema web 28 h 
Total de Iteración 4 85 h 
 
6.4.2.6. Iteración 5: Sistema web – Finalización 
 Duración: Del 09/07/2015 al 05/09/2015 
 Descripción: En esta iteración se completa la implementación del sistema 
web, y se realizan pruebas para validar el buen funcionamiento del 
proyecto. 
  Dependencias de precedencia: Iteración 4. 
 Recursos: Un desarrollador (15 h/semana), un ordenador, Neo4j, un 
navegador de Internet, un framework y un IDE a especificar adecuados 





Revisión de la planificación 2 h 
Implementación del sistema web 35 h 
Pruebas del sistema web 23 h 
Total de Iteración 5 60 h 
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6.4.2.7. Iteración 6: Documentación y cierre 
 Duración: Del 06/09/2015 al 02/10/2015 
 Descripción: En esta iteración se completa la documentación y se cierra el 
proyecto. Se incluye aquí la preparación para la defensa del trabajo. 
 Dependencias de precedencia: Iteración 5. 





Documentación final 40 h 
Preparación de la defensa 15 h 
Total de Iteración 6 55 h 
 
6.4.3. Cambios respecto a la planificación inicial 
En su primera etapa,  el proyecto sufrió un cambio notable en su planificación 
temporal. Inicialmente, fue concebido para extenderse por tres meses y medio 
con una dedicación de 30 horas semanales del desarrollador. Debido a 
cambios en la disponibilidad del mismo por causas de trabajo ajenas al 
presente proyecto, mantener esa dedicación no era viable. Se decidió que era 
preferible mantener los objetivos del proyecto intactos posponiendo la fecha 
límite del mismo, por lo que de junio se trasladó a octubre. Tras la primera 
iteración del proyecto, la dedicación del desarrollador cambia de 30 horas 
semanales a 15 durante el resto del desarrollo, omitiendo del calendario el mes 
de agosto. Tanto el alcance como la distribución en iteraciones del proyecto se 
mantienen en la nueva planificación, que tan solo modifica las fechas de inicio y 
fin de las iteraciones. Esta planificación se ha podido seguir sin desviaciones 
imprevistas. 
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6.5. Gestión económica 
6.5.1. Identificación de los costes 
6.5.1.1. Costes directos 
En el desarrollo del proyecto, los costes directos de las tareas realizadas se 
corresponden con los gastos en recursos humanos. El proyecto cuenta con un 
solo desarrollador, pero éste realiza tareas que corresponden a distintos roles 
laborales con distintos precios por hora de trabajo. La estimación de sueldo por 
hora según el rol se expone en la Tabla 1. 
 
Rol Sueldo 
Jefe de proyecto 30 €/h 
Analista 20 €/h 
Diseñador 18 €/h 
Programador/Tester 15 €/h 
Diseñador gráfico web 13 €/h 
Tabla 1: Estimación de sueldos de los roles laborales 
 
6.5.1.2. Costes directos 
Los costes indirectos incluyen los asociados a recursos materiales e 
inmateriales y servicios contratados que se usarán durante y para la realización 
de todas las tareas del proyecto.  
 Equipo informático: Como único equipo se utilizará un ordenador portátil. 
Se le supondrá un uso de un 70% asociado al desarrollo del proyecto, y 
una vida útil de 4 años. 
 Herramientas de desarrollo: Todas las aplicaciones necesarias para el 
desarrollo del proyecto son software gratuito y, por tanto, tienen coste 
cero. 
 Conexión a Internet: Se hará uso de una línea conectada a Internet. Se 
asume un uso de un 30% de este servicio para el desarrollo del 
proyecto. 
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 Consumo eléctrico: Se estima que el uso del ordenador portátil durante 
el proyecto conlleva un consumo eléctrico de 120 W durante todas las 
horas de trabajo. 
 
6.5.2. Estimación del presupuesto 
6.5.2.1. Costes directos 
Los costes directos se pueden atribuir a la realización de cada una de las 
actividades del proyecto. En la Tabla 2 se justifican todos los costes en relación 
a cada una de las tareas de cada iteración. 
Tarea Hor
as 
Rol €/h Coste 
Iteración 0 75h    
Definición del Alcance del proyecto 8 h Jefe de proyecto 30 €/h 240 
Planificación temporal 10 h Jefe de proyecto 30 €/h 300 € 
Gestión económica y sostenibilidad 10 h Jefe de proyecto 30 €/h 300 € 
Presentación preliminar 6 h Jefe de proyecto 30 €/h 180 € 
Contextualización y bibliografía 15 h Jefe de proyecto 30 €/h 450 € 
Justificación de competencias 8 h Jefe de proyecto 30 €/h 240 € 
Presentación oral y documento final 18 h Jefe de proyecto 30 €/h 540 € 
Iteración 1 15 h    
Diseño del esquema de la BD 6 h Analista 20 €/h 120 € 
Implementación de la BD 4 h Programador 15 €/h 60 € 
Pruebas de validación 5 h Programador 15 €/h 75 € 
Iteración 2 90 h    
Revisión de la planificación 2 h Jefe de proyecto 30 €/h 60 € 
Especificación de requisitos del sistema web 10 h Analista 20 €/h 200 € 
Especificación y diseño de los casos de uso 35 h Diseñador 18 €/h 630 € 
Elección y aprendizaje del framework 20 h Programador 15 €/h 300 € 
Implementación y prueba del sistema web 23 h Programador 15 €/h 345 € 
Iteración 3 80 h    
Revisión de la planificación 2 h Jefe de proyecto 30 €/h 60 € 
Diseño gráfico del sistema web 8 h Diseñador 
gráfico 
13 €/h 104 € 
Implementación del sistema web 50 h Programador 15 €/h 750 € 
Pruebas del sistema web 20 h Programador 15 €/h 300 € 
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Iteración 4 85 h    
Revisión de la planificación 2 h Jefe de proyecto 30 €/h 60 € 
Implementación del sistema web 55 h Programador 15 €/h 825 € 
Pruebas del sistema web 28 h Programador 15 €/h 420 € 
Iteración 5 60 h    
Revisión de la planificación 2 h Jefe de proyecto 30 €/h 60 € 
Implementación del sistema web 35 h Programador 15 €/h 525 € 
Pruebas del sistema web 23 h Programador 15 €/h 345 € 
Iteración 6 55 h    
Documentación final 40 h Jefe de proyecto 30 €/h 1200 
€ 
Preparación de la defensa 15 h Jefe de proyecto 30 €/h 450 € 
Total 515 
h 
  9139 
€ 
Tabla 2: Estimación de costes directos por tarea 
6.5.2.2. Costes indirectos 
Los costes indirectos son atribuibles al desarrollo del proyecto en general y 
constituyen las amortizaciones de los materiales físicos y lógicos y servicios 
contratados. 
 
Concepto Cantidad Coste Dedicación Uso 
temporal 
Coste 
Ordenador portátil 1 880 €/4 años 70% 4 meses 51.33 € 
Conexión a Internet 1 20 €/mes 30 % 4 meses 24 € 
Consumo eléctrico 120 W 0.166 €/KWh 100% 515 h 10.26 € 
Total     85.59 € 
Tabla 3: Estimación de costes indirectos 
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Se reserva una partida para contingencias que corresponderá a un 15% de los 
costes tanto directos como indirectos. 
 
Partida Porcentaje Cantidad Coste 
Costes directos 15% 9139 € 1370.85 € 
Costes indirectos 15% 85.59 € 12.84 € 
Total   1383.69 € 
Tabla 4: Estimación de costes por contingencias 
6.5.2.4. Imprevistos 
En la planificación se define un periodo de hasta 2 semanas en el que se 
puede seguir desarrollando el proyecto sin suponer un problema grave. Para el 
cálculo de estas 60 horas de trabajo imprevisto se tendrá en cuenta el precio 
por hora medio del total del proyecto (17.75 €/h), respetando la proporción 
inicial de trabajo según los roles. 
También existe un riesgo de avería del ordenador que supondría la necesidad 
de adquirir un nuevo equipo. 
 
Imprevisto Riesgo Cantidad Precio Coste 
Retraso de dos semanas 30% 60 h 17.75 €/h 319.50 € 
Avería del equipo 5% 1 880 € 44 € 
Total    363.50 € 
Tabla 5: Estimación de costes por imprevistos 
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6.5.2.5. Presupuesto estimado 
Dado que el trabajo no es un proyecto comercial, no se añade ningún tipo de 
margen de beneficios ni impuestos de venta u otros conceptos. El coste total se 
estima en 10.971,78€. 
 
Partida Coste 
Costes directos 9139.00 € 
Costes indirectos 85.59 € 
Contingencias 1383.69 € 
Imprevistos 363.50 € 
Total 10971.78 € 
Tabla 6: Presupuesto 
 
6.5.3. Cambios respecto a la estimación inicial 
La modificación de la planificación ha tenido una repercusión leve en la gestión 
económica. Los costes directos se han mantenido, debido a que las horas de 
trabajo no han variado en la planificación. Por otro lado, las amortizaciones han 
visto ampliado su periodo inicialmente previsto de 4 meses a 7 meses, y se les 
ha reducido la dedicación al ordenador del 70% al 40% y a la conexión a 
Internet del 30% al 18%, debido a la reducción de las horas semanales 
dedicadas al proyecto. Estos cambios se reflejan en la Tabla 7, y provocan un 
aumento en el presupuesto de 1.20€. 
 
Concepto Cantidad Coste Dedicación Uso temporal Coste 
Ordenador portátil 1 880 €/4 años 40% 7 meses 51.33 € 
Conexión a Internet 1 20 €/mes 18 % 7 meses 25.20 € 
Consumo eléctrico 120 W 0.166 €/KWh 100% 515 h 10.26 € 
Total     86.79 € 
Tabla 7: Nueva estimación de costes indirectos 
 
Universitat Politècnica de Catalunya - BarcelonaTech 





6.6.1. Matriz de sostenibilidad 
La Tabla 7 presenta la matriz de sostenibilidad parcial correspondiente a la 
planificación del proyecto. Los detalles de cada uno de los aspectos de la 
sostenibilidad se explican en los apartados subsiguientes. 
 
Sostenibilidad Económica Social Ambiental Total 
Planificación 7 8 6 21 
Tabla 8: Matriz de sostenibilidad parcial 
6.6.2. Sostenibilidad económica 
El proyecto no está pensado para ser rentable ya que las funciones del sistema 
desarrollado son a priori gratuitas para los usuarios, no generando beneficios 
por sí mismo; por lo que su viabilidad económica recaería en el interés del 
cliente en adquirir el sistema y el valor que éste le otorgue. Como el proyecto 
es de corta duración, no ha sido necesario incluir ajustes sobre los precios en 
forma de inflación o encarecimientos en el presupuesto. En general, los costes 
parecen razonables en cuanto a sus distintas asignaciones y en comparación 
con otros proyectos del mercado. La mayor parte del presupuesto se dedica a 
los recursos humanos, y resulta imposible reducir los costes notablemente sin 
reducir de forma considerable los precios de la hora trabajada. Se le otorga a la 
sostenibilidad económica una puntuación de 7. 
 
6.6.3. Sostenibilidad social 
El impacto social de la realización del proyecto es bastante reducido, aunque 
efectivamente su finalidad es la creación de un sistema que ofrece un servicio 
al sector de la población interesada, en este caso, a la genealogía. Sus 
usuarios verían facilitada la gestión de árboles genealógicos gracias al sistema 
de forma gratuita, suponiendo una mejora sobre la situación actual. Ningún 
colectivo debería salir perjudicado con el desarrollo de este proyecto. Se le 
otorga a la sostenibilidad social una puntuación de 8. 
 
Universitat Politècnica de Catalunya - BarcelonaTech 




6.6.4. Sostenibilidad ambiental 
Para el desarrollo del proyecto se requiere de un ordenador, y para la 
explotación posterior del sistema será necesario un servidor activo. Aunque su 
consumo no sería elevado, por estos elementos la huella ecológica se ve 
mínimamente aumentada, aunque no se generaría ningún tipo de 
contaminación directa. Sería difícil aprovechar otras herramientas para una 
realización del proyecto más eficiente, e imposible reducir el consumo por el 
equipo necesario. En principio, el sistema no tiene previsto ser desmantelado 
mientras el cliente lo tenga activo en su plataforma de servicios. Al ser un 
proyecto de software y no requerir materias primas, su impacto ecológico 
negativo es muy reducido, pero no  genera ningún tipo de impacto ecológico 
positivo. Se le otorga a la sostenibilidad ambiental una puntuación de 6. 
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7.1. Requisitos no funcionales 
Los requisitos no funcionales, o requisitos de calidad, marcan unos mínimos 
para que el sistema sea seguro, operativo, sencillo de usar, etc., de forma 
independiente a las funcionalidades del sistema. Los organizamos utilizando la 
clasificación de Volere [15], y se definen mediante una plantilla simplificada del 
mismo método. 
7.1.1. Requisitos de usabilidad y humanidad 
Descripción El sistema ha de ser intuitivo y fácil de usar, sin requerir 
conocimientos específicos previos. 
Justificación Es importante que los usuarios puedan utilizar el sistema de 
forma sencilla, sabiendo en cada momento cómo realizar la 




Todas las opciones disponibles en cada momento se muestran 
de forma clara, ya sea con menús de opciones o mediante texto 
explicativo. El lenguaje utilizado no contiene tecnicismos ni 
términos referentes al funcionamiento interno del sistema. 
Prioridad Alta. 
 
Descripción El sistema ha de estar, como mínimo, completamente en 
idioma castellano correctamente escrito. 
Justificación El castellano es el idioma en el que se ha definido el sistema. 
Criterio de 
satisfacción 
Todo el texto que se muestra al usuario está en castellano y 
respeta todas las normas del lenguaje. 
Prioridad Baja. 
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7.1.2. Requisitos de rendimiento 
Descripción El sistema debe responder de forma instantánea, de forma que 
el usuario no encuentre un escenario en que su acción no tiene 
repercusión en unos segundos. 
Justificación Los usuarios deben observar respuesta a sus acciones o se 
genera confusión. Incluso las operaciones que pueden ser 
lentas deberían dar una respuesta, indicando que se está 
procesando la petición. 
Criterio de 
satisfacción 
Todas las acciones del sistema tienen respuesta inmediata. 
Prioridad Baja. 
 
Descripción El sistema debe ser robusto y no debe dejar de funcionar al 
encontrar un error. 
Justificación El usuario debe poder seguir utilizando el sistema aun cuando 
ha ocurrido algún error, tras ser informado de ello. 
Criterio de 
satisfacción 
En el diseño del programa se prevé el tratamiento de errores de 
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7.1.3. Requisitos operacionales y ambientales 
Descripción El sistema  estará en formato de aplicación web, permitiendo el 
acceso de los usuarios mediante un navegador. 
Justificación El mejor formato para facilitar el acceso de los usuarios es el de 
aplicación web (no requiere instalación, es independiente del 
sistema operativo del usuario, etc.), permitiendo múltiples 








7.1.4. Requisitos de seguridad 
Descripción Los datos del usuario deben estar protegidos de forma que sólo 
éste tenga acceso a ellos. 
Justificación Tal como está definido el sistema, los usuarios han de ser los 




Ninguna operación del sistema permite acceder a los datos de 
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Descripción El sistema debe asegurar la integridad de los datos validando 
las entradas y asegurando la persistencia. 
Justificación Los datos de los usuarios deben ser correctos en la medida de 
lo posible, por lo que se deben tomar medidas para su 
validación al introducirlos y asegurar su mantenimiento seguro 
en el sistema. 
Criterio de 
satisfacción 
Los datos de entrada se validan respecto a valores esperados 
cuando es necesario. Ninguna operación del sistema interfiere 




7.1.5. Requisitos de cumplimiento 
Descripción El sistema debe cumplir con la Ley  Orgánica de Protección de 
Datos. 
Justificación Restricción  legal. 
Criterio de 
satisfacción 
En el diseño del sistema se tiene en cuenta cumplir con las 
medidas de privacidad y derechos del usuario sobre sus datos 




7.2. Requisitos funcionales y casos de uso 
Los requisitos funcionales especifican todas las tareas que el sistema debe ser 
capaz de llevar a cabo. Estos requisitos se explican de forma detallada en los 
casos de uso. En ellos, las acciones se desglosan en pasos que realizan los 
usuarios y el sistema para realizar cada tarea. 
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7.2.1. Diagrama de casos de uso 
 
Ilustración 1: Diagrama de casos de uso 
 
7.2.2. Especificación de los casos de uso 
7.2.2.1. Iniciar sesión 
 Actor: Anónimo. 
 Precondición: Ninguna. 
 Disparador: El usuario anónimo quiere iniciar sesión. 
 Escenario de éxito principal:  
1. El usuario anónimo accede a la pantalla principal. 
2. El sistema muestra la pantalla principal con el formulario de inicio de 
sesión. 
3. El usuario anónimo introduce su usuario y su contraseña. 
4. El sistema comprueba las credenciales y guarda la sesión. 
5. El sistema muestra al usuario la pantalla de gestión, con la lista de sus 
árboles genealógicos. 
 Escenarios alternativos: 
4a. El sistema verifica que los datos introducidos no son correctos: 
 Se vuelve al paso 2, mostrando un mensaje de error al usuario.  
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7.2.2.2. Importar un archivo Gedcom 
 Actor: Usuario. 
 Precondición: El usuario ha iniciado sesión y se encuentra en la pantalla de 
gestión. 
 Disparador: El usuario quiere crear un árbol genealógico a partir de un 
archivo GEDCOM. 
 Escenario de éxito principal:  
1. El usuario indica que desea importar un árbol genealógico de un archivo 
GEDCOM. 
2. El sistema muestra la página de importación de GEDCOM con el 
formulario de opciones de importación. 
3. El usuario introduce el archivo GEDCOM, indica las propiedades que 
desea importar y confirma. 
4.  El sistema lee el archivo subido por el usuario y crea un nuevo árbol 
con la información importada. 
5. El sistema dirige al usuario a la pantalla de gestión.  
 Escenarios alternativos: 
4a. El sistema encuentra errores en el archivo GEDCOM: 
 Se dirige a la pantalla de gestión, mostrando un mensaje de error al 
usuario  
 
7.2.2.3. Crear un árbol vacío 
 Actor: Usuario. 
 Precondición: El usuario ha iniciado sesión y se encuentra en la pantalla de 
gestión. 
 Disparador: El usuario quiere crear un nuevo árbol genealógico. 
 Escenario de éxito principal:  
1. El usuario introduce el nombre del nuevo árbol genealógico y confirma 
que desea la creación. 
2. El sistema crea un nuevo árbol vacío con el nombre introducido por el 
usuario. 
3. El sistema muestra la pantalla de gestión, con la lista actualizada de 
árboles del usuario.  
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7.2.2.4. Visualizar un árbol 
 Actor: Usuario. 
 Precondición: El usuario ha iniciado sesión y se encuentra en la pantalla de 
gestión. 
 Disparador: El usuario quiere visualizar uno de sus árboles genealógicos. 
 Escenario de éxito principal:  
1. El usuario indica que desea visualizar uno de sus árboles genealógicos 
en específico. 
2. El sistema lee la información del árbol genealógico. 
3. El sistema muestra gráficamente el árbol en la pantalla de visualización.  
 
7.2.2.5. Cambiar el nombre de un árbol 
 Actor: Usuario. 
 Precondición: El usuario ha iniciado sesión y se encuentra en la pantalla de 
gestión. 
 Disparador: El usuario quiere cambiar el nombre de uno de sus árboles 
genealógicos. 
 Escenario de éxito principal:  
1. El usuario indica que desea cambiar el nombre de uno de sus árboles. 
2. El sistema muestra el formulario que permite la introducción del dato. 
3. El usuario escribe el nuevo nombre del árbol y confirma. 
4. El sistema modifica la información del árbol genealógico. 
5. El sistema muestra la pantalla de gestión, con la lista actualizada de 
árboles del usuario.  
 
7.2.2.6. Eliminar un árbol 
 Actor: Usuario. 
 Precondición: El usuario ha iniciado sesión y se encuentra en la pantalla de 
gestión. 
 Disparador: El usuario quiere eliminar uno de sus árboles genealógicos. 
 Escenario de éxito principal:  
1. El usuario indica que desea eliminar uno de sus árboles genealógicos 
en específico. 
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2. El sistema elimina el árbol indicado por el usuario. 
3. El sistema muestra la pantalla de gestión, con la lista actualizada de 
árboles del usuario.  
 
7.2.2.7. Crear una nueva persona 
 Actor: Usuario. 
 Precondición: El usuario ha iniciado sesión y se encuentra en la pantalla de 
visualización. 
 Disparador: El usuario quiere crear una nueva persona en el árbol 
genealógico que visualiza. 
 Escenario de éxito principal:  
1. El usuario indica que desea añadir una nueva persona al árbol. 
2. El sistema muestra el formulario que permite la introducción de la 
información. 
3. El usuario introduce los datos de la nueva persona y confirma. 
4. El sistema modifica la información del árbol con la nueva persona. 
5. El sistema muestra gráficamente el árbol actualizado en la pantalla de 
visualización. 
 Escenarios alternativos: 
3a. El usuario confirma indicando que desea enlazar la nueva persona 
con otra persona o unión: 
 El sistema modifica la información del árbol con la nueva persona. 
 El sistema muestra gráficamente el árbol actualizado en la pantalla 
de visualización, junto al formulario de enlace de una persona con 
otra persona o unión. 
 El usuario indica la persona a la que desea enlazarla, para crear una 
unión con ella, o la unión a la que desea enlazarla, para crear una 
relación filial con ella. 
 El sistema actualiza la información del árbol creando la nueva unión 
o relación filial. 
 El sistema muestra gráficamente el árbol actualizado en la pantalla 
de visualización. 
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7.2.2.8. Mostrar o modificar una persona 
 Actor: Usuario. 
 Precondición: El usuario ha iniciado sesión y se encuentra en la pantalla de 
visualización. 
 Disparador: El usuario quiere mostrar la información de una persona en el 
árbol genealógico que visualiza, o modificarla. 
  Escenario de éxito principal:  
1. El usuario selecciona la persona de la que desea mostrar la 
información. 
2. El sistema muestra en un formulario los datos de esa persona. 
3. El usuario, si lo desea, modifica los datos que considera y confirma la 
edición. 
4. El sistema modifica la información de la persona. 
5. El sistema muestra gráficamente el árbol actualizado en la pantalla de 
visualización. 
 Escenarios alternativos: 
3a. El usuario indica que desea enlazar la persona con otra persona o 
unión: 
 El sistema muestra el formulario de enlace de una persona con otra 
persona o unión. 
 El usuario indica la persona a la que desea enlazarla, para crear una 
unión con ella, o la unión a la que desea enlazarla, para crear una 
relación filial con ella. 
 El sistema actualiza la información del árbol creando la nueva unión 
o relación. 
 El sistema muestra gráficamente el árbol actualizado en la pantalla 
de visualización. 
3b. El usuario indica que desea eliminar la persona: 
 El sistema elimina la persona del árbol genealógico. 
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7.2.2.9. Mostrar o modificar una unión 
 Actor: Usuario. 
 Precondición: El usuario ha iniciado sesión y se encuentra en la pantalla de 
visualización. 
 Disparador: El usuario quiere mostrar la información de una unión entre 
personas en el árbol genealógico que visualiza, o modificarla. 
  Escenario de éxito principal:  
1. El usuario selecciona la unión entre personas de la que desea mostrar 
la información. 
2. El sistema muestra en un formulario los datos de esa unión. 
3. El usuario, si lo desea, modifica los datos que considera y confirma la 
edición. 
4. El sistema modifica la información de la unión. 
5. El sistema muestra gráficamente el árbol actualizado en la pantalla de 
visualización. 
 Escenarios alternativos: 
3a. El usuario indica que desea añadir un descendiente a la unión: 
 El sistema muestra el formulario de creación de una nueva persona. 
 El usuario introduce los datos de la nueva persona y confirma. 
 El sistema modifica la información del árbol con la nueva persona y 
la enlaza como descendiente. 
 El sistema muestra gráficamente el árbol actualizado en la pantalla 
de visualización. 
3b. El usuario indica que desea eliminar la unión: 
 El sistema elimina la unión entre las personas del árbol genealógico. 
 El sistema muestra gráficamente el árbol actualizado en la pantalla 
de visualización. 
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7.2.2.10. Realizar una búsqueda 
 Actor: Usuario. 
 Precondición: El usuario ha iniciado sesión y se encuentra en la pantalla de 
visualización. 
 Disparador: El usuario quiere realizar una búsqueda o filtro sobre el árbol 
genealógico que visualiza. 
 Escenario de éxito principal:  
1. El usuario indica que desea realizar una búsqueda sobre el árbol. 
2. El sistema muestra el formulario con las opciones de la búsqueda. 
3. El usuario introduce los detalles de la búsqueda que desea realizar y 
confirma. 
4. El sistema realiza la selección de la información buscada en el árbol. 
5. El sistema muestra gráficamente el resultado de la búsqueda en la 
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8. DISEÑO DE LA BASE DE DATOS 
8.1. Análisis de diseños de los datos genealógicos 
El diseño de la base de datos cumple una posición importante en este 
proyecto, debido a que una de sus motivaciones principales es aprovechar las 
posibilidades de una base de datos no relacional para almacenar y tratar 
información genealógica eficazmente. Esta información, de forma natural, se 
compone de datos de personas y de sus relaciones, y está estructurada en los 
llamados árboles genealógicos. Cabe decir que, a un nivel técnico, estos 
árboles son en realidad grafos, ya que pueden contener ciclos (caso que se da, 
por ejemplo, en un matrimonio entre primos o personas con un ancestro 
común). 
 
Como objetivo, el diseño tiene que ser capaz de almacenar información familiar 
como datos personales individuales (nombres, géneros, nacimientos, 
defunciones y entierros), de uniones entre dos personas (de matrimonios, 
divorcios) y de parentesco filial. Esta es la información de interés básica para la 
investigación genealógica.  
 
A continuación analizamos distintas opciones posibles para el diseño. 
 
8.1.1. Nodos por persona relacionados 
 
 
Ilustración 2: Esquema del diseño con nodos por persona relacionados 
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La primera opción de diseño es la más básica a nivel de nodos y relaciones. En 
su interpretación más sencilla, los árboles genealógicos son simplemente 
personas relacionadas entre sí, y esa es la visión en la que se basa este 
diseño. Cada persona correspondería a un nodo en la base de datos, y las 
aristas representarían los matrimonios o enlaces entre dos personas y las 
relaciones de padre a hijo. 
 
 Enfoque de los datos 
En este diseño se tiene un solo tipo de nodo, Persona, y dos tipos de 
relaciones, Enlace y Descendencia, que representan las uniones matrimoniales 
o similares y las relaciones filiales, respectivamente. Como es lógico, cada 
nodo Persona almacenaría la información individual de cada persona. Existirían 
dos posibilidades para almacenar los datos no individuales, como los 
matrimonios con su fecha y lugar: se podría duplicar la información en los dos 
nodos de las personas que lo forman, generando redundancia en la base de 
datos, lo cual es habitual en bases de datos no relacionales; o introducirla en la 
propia relación de tipo Enlace, aprovechando la funcionalidad de Neo4j que 
permite almacenar información en las aristas del grafo, evitando la 
redundancia.  
 
 Enfoque de la navegación 
Este diseño es perfecto para realizar consultas sobre búsqueda de 
ascendientes y descendientes, ya que es información directamente disponible 
navegando un solo nivel en el grafo. Por el contrario, la consulta por familias 
(que implica emparejar matrimonios con hijos, no sólo con padres) es más 
compleja, ya que una persona puede haber tenido diversos matrimonios con 
distinta descendencia, y para formar el árbol genealógico final sería necesario, 
o bien descender de progenitores a descendientes y ascender de nuevo para 
emparejar padres y esposos,  o bien navegar por matrimonios y descender a 
hijos para emparejar hijos comunes. Con ambas estrategias requeriría, además 
de dos niveles de navegación, un emparejamiento de nodos correspondientes. 
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8.1.2. Nodos por persona y nodos por unión 
 
 
Ilustración 3: Esquema del diseño con nodos por persona y nodos por unión 
 
Esta opción es sustancialmente distinta a la primera. En ella, tanto las personas 
como las uniones entre dos personas (como los matrimonios u otros enlaces) 
constituyen nodos, en los que se puede guardar información relativa a ellos. 
Dos personas con una unión matrimonial están enlazadas con el nodo que la 
representa, y los descendientes están relacionados con la unión de sus padres, 
en lugar de con ellos directamente. Este es el diseño interno que utiliza el 
formato GEDCOM, en el que las uniones entre dos esposos y de las que se 
extienden hijos se denominan familias. 
 
 Enfoque de los datos 
Este diseño contiene dos tipos de nodo, Persona y Unión, y dos tipos de 
relaciones, Enlace y Descendencia, que sirven respectivamente para unir 
Personas que constituyen una Unión, y Personas descendientes de una Unión. 
Los datos individuales de las personas se encontrarían en los nodos Persona, y 
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 Enfoque de la navegación 
Este diseño está enfocado a la navegación por familias. Desde los nodos Unión 
se puede navegar directamente a las personas que forman un matrimonio y a 
la descendencia del mismo, de forma que un árbol genealógico final se puede 
obtener navegando de forma simple por el grafo.  Esto resulta a costa de 
introducir nuevos nodos en el diseño, que añaden un nivel de complejidad a 
toda la navegación que se haga sobre él. Por ejemplo, para explorar una 
familia se requiere sencillamente navegar dos niveles (Persona – Unión – 
Persona), siendo menos trabajo que con la primera opción, pero las consultas 
sobre ascendientes y descendientes requerirán también dos niveles de 
navegación por persona, siendo el doble que en el anterior diseño.  
 
8.1.3. Nodos por persona relacionados y nodos por unión 
 
 
Ilustración 3: Esquema del diseño con nodos por persona relacionados y nodos por unión 
 
La tercera opción toma como base la segunda, materializando los enlaces 
familiares como nodos, pero mantiene la idea de la primera opción de enlazar 
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 Enfoque de los datos 
Se mantiene exactamente el mismo diseño de datos que en la segunda opción. 
En este caso, los enlaces de tipo Descendencia se tienen desde una persona 
tanto hacia el nodo Unión de sus progenitores como a sus nodos Persona 
directamente, creando una relación redundante. 
 
 Enfoque de la navegación 
A nivel de navegación, tiene las ventajas del segundo diseño, como es la 
facilidad de navegación por familias, y las del primero, como es la relación 
directa entre ascendientes y descendientes. A cambio, aumenta ligeramente la 
complejidad del grafo introduciendo más relaciones. 
 
8.2. Diseño final de la base de datos del sistema 
8.2.1. Diseño de la información genealógica 
En este proyecto, y en general cuando se trabaja con las bases de datos de 
datos no relacionales, se ha diseñado la base de datos según las necesidades 
específicas del proyecto. En este caso, la finalidad principal del sistema es la 
de visualizar los árboles completos, o partes de ellos, de forma que se denoten 
claramente las familias (es decir, reconociendo los matrimonios y desde ellos 
enlazando los hijos), como se hace en las representaciones clásicas de los 
árboles genealógicos. Por este motivo, la representación para la información 
genealógica que más se ajusta es el segundo diseño de los estudiados 
anteriormente: Nodos por persona y nodos por familia. El tercer diseño, que 
incluye más relaciones, podría resultar más eficiente si se utilizasen otras 
consultas; pero tal como está planteado el sistema, perjudicaría la consulta 
principal añadiendo aristas a los nodos que en la práctica resultan 
innecesarias. 
 
8.2.2. Diseño de la información no genealógica 
Además de personas y sus relaciones, el sistema debe almacenar más datos 
para poder realizar sus funciones. Concretamente, se debe almacenar la 
información de los usuarios del sistema y sus árboles en propiedad.  Definimos 
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que los nodos de personas y uniones sólo formarán parte de un árbol, que un 
usuario puede tener diversos árboles, y que un árbol sólo pertenece a un 
usuario. Nos encontramos ante dos formas de representar esta información: 
 
 Utilizar nodos de tipo Usuario y enlazar todos los nodos genealógicos 
(Persona y Unión) al Usuario, identificando en la relación a qué árbol 
pertenecen. 
 Utilizar nodos de tipo Usuario enlazados a nodos de tipo Árbol, que 
indican los árboles de los que es propietario.  Éstos se relacionarán con 
los nodos genealógicos (Persona y Unión) que los forman. 
 
Debido a que un árbol puede tener potencialmente cientos de nodos que lo 
componen, y un usuario puede tener numerosos árboles, el número de aristas 
de los usuarios sería excesivo en la primera opción. Además cabe destacar 
que los árboles siempre se tratan de forma individual y nunca se entrelaza la 
información de ellos. Por estos motivos, resulta más eficiente a todos los 
efectos materializar los dos tipos de nodo, Usuario y Árbol, para gestionar la 
propiedad de los mismos. Los nodos Usuario se relacionarán con los nodos 
Árbol por relaciones de tipo Propietario, y los nodos Árbol, con los nodos 
Persona y Unión por relaciones ContienePersona y ContieneUnión, 
respectivamente. 
 
Al diseño se debe añadir un nodo aislado Sistema para almacenar los últimos 
identificadores de los Árboles, Uniones y Personas, que se utilizan por 
separado para identificar cada nodo de estos tipos, y se consultarán y 
actualizarán en todas las nuevas inserciones al sistema. La utilidad de este 
nodo se limita al correcto funcionamiento interno. Aunque pudiera parecer que 
el nodo Sistema sería un cuello de botella, dado que todas las inserciones en 
los árboles deberán actualizarlo, los accesos a la base de datos no esperan ser 
intensivos en creaciones de nodos sino en consultas de árboles (en las que no 
interviene el nodo Sistema), por lo que será una carga soportable. 
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8.2.3. Diseño completo de la base de datos 
A continuación se muestra el esquema completo de la información en la base 





Ilustración 4: Esquema del diseño completo de la base de datos 
 
El diseño se extendería por cada uno de los usuarios del sistema, con tantos 
árboles tuviera cada usuario, con tantas personas y uniones tuviera cada árbol. 
 
La siguiente tabla muestra  los datos que pueden contener los nodos de cada 
tipo. Se marca en negrita las propiedades obligatorias. Sobre las propiedades 
subrayadas, que son las que identifican unívocamente a un nodo de su tipo, se 






Universitat Politècnica de Catalunya - BarcelonaTech 






:System :User :Tree :Person :Union 
lasttid username tid pid uid 
lastpid  name name relation 
lastuid   surname union_date 
   gender union_place 







     
Tabla 9: Definición de los nodos de la base de datos 
 
Los atributos lasttid, lastpid y lastuid del nodo único :System se corresponden 
siempre con los últimos valores insertados como tid en nodos :Tree, pid en 
nodos :Person, y uid en nodos :Union, respectivamente. Como se ha 
mencionado en un apartado anterior, en cada una de las inserciones de nodos 
de esos tres tipos, se consulta y se incrementa el atributo correspondiente, 
guardando el nuevo valor en el nodo :System y utilizándolo como identificador 
del nuevo nodo. 
 
La siguiente tabla define los tipos de relaciones que existen en el sistema y su 
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:OWNS Enlaza un usuario (:User) con un árbol de su propiedad (:Tree). 
:HASP Enlaza un árbol (:Tree) con un nodo persona (:Person) que lo 
conforma. 
:HASU Enlaza un árbol (:Tree) con un nodo de unión (:Union) que lo 
conforma. 
:INVOLVES Enlaza una persona (:Person) con una unión (:Union) indicando 
que es parte de la relación matrimonial, civil o similar. 
:CHILD Enlaza una persona (:Person) con una unión (:Union) indicando 
que es descendencia de las personas que conforman la unión. 
Tabla 10: Definición de las relaciones de la base de datos 
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9. ARQUITECTURA E IMPLEMENTACIÓN DEL SISTEMA 
9.1. Arquitectura del sistema 
El sistema está construido utilizando una arquitectura en capas. Al ser una 
aplicación web de Django, está sujeto a la arquitectura de este framework, que 
consiste en una modificación sutil de la conocida Modelo-Vista-Controlador. 
Una aplicación Django típica consta de tres capas, siendo el framework el que 
se encarga de realizar la comunicación entre ellas. A continuación se describe 
su presencia en el proyecto: 
  
 Capa  de vista, equivalente a la capa Controlador del MVC. Gestiona 
las peticiones web y ejecuta la lógica necesaria para crear cada una de 
las vistas, transfiriendo el resultado de la lógica de negocio a la plantilla 
que corresponda. Está formada fundamentalmente por dos módulos de 
Django: urls.py y views.py. 
 
 Capa de plantilla, equivalente a la capa Vista del MVC. La forman un 
conjunto de plantillas a partir de las cuales se generan las páginas de la 
web. En esta aplicación se utilizan como plantillas archivos HTML con 
anotaciones de Django. 
 
 Capa de modelo, en la que se estructuran los datos de la aplicación y 
se gestiona la persistencia. Esta capa no se utiliza en este proyecto. 
Debido a que la base de datos es no relacional y es el foco principal del 
sistema, la capa de modelo de Django podría tener problemas 
gestionándola, además de necesitar una librería externa para ello. Para 
acceder a los datos, esta aplicación utiliza una capa de datos hecha a 
medida, utilizando un módulo que hemos llamado database.py.  
 
A continuación se muestra el esquema de la arquitectura del sistema, siguiendo 
el recorrido de una petición web (con acceso a base de datos) hasta el retorno 
de la página formada. 
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Ilustración 5: Esquema de la arquitectura del sistema 
 
9.2. Capa de vista 
La capa de vista de Django se encarga de resolver las peticiones web 
capturándolas, realizando la lógica de negocio de una vista determinada y 




Se encarga de dirigir las peticiones hacia vistas concretas utilizando 
patrones de URLs. En esta aplicación se definen seis URLs válidas: 
 
 la raíz /, dirección de la página principal. Carga la vista index. 
 /login,  dirección de inicio de sesión. Carga la vista usr_login. 
 /logout, dirección de cierre de sesión. Carga la vista usr_logout. 
 /manage, dirección de la página de gestión de árboles. Carga la vista 
manage. 
 /importing, dirección de la página de importación de GEDCOM. Carga 
la vista importing. 
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En este archivo vienen definidas como funciones las seis vistas de la 
aplicación:  
 
 index(request). La página principal. 
Su función es sencillamente actuar de página de inicio, comprobando si 
el usuario tiene iniciada la sesión. En todos los casos utiliza la plantilla 
index.html para generar su salida. 
 
 usr_login(request). La página de inicio de sesión. 
Esta vista es la que muestra la pantalla de inicio de sesión (login.html) a 
los usuarios anónimos. También tiene la función de recibir la petición de 
inicio de sesión desde esa pantalla y realizar la autenticación y 
autorización, creando la sesión del usuario. 
 
En esta aplicación, el inicio de sesión es un stub, es decir, no es una 
implementación real de la funcionalidad. Aunque la fase de autorización 
y creación de la sesión es real, la fase de autenticación no lo es: el stub 
autentica siempre, de forma que si el sistema ya contenía árboles del 
usuario (identificado por su nombre de usuario), relaciona su sesión con 
ese usuario, y si es un usuario nuevo, le crea una sesión permitiéndole 
agregar nuevos árboles. Esto es así porque, por especificación, el 
sistema no tiene la funcionalidad de gestionar usuarios, sino de 
conectarse a una plataforma integrada de servicios genealógicos – en el 
futuro. Si la autenticación con ese servicio fallase, fallaría el inicio de 
sesión, y si fuese correcta, el comportamiento sería el implementado 
(relacionar el usuario con sus árboles genealógicos o, si no tiene, 
considerarlo igualmente válido como nuevo en el sistema). 
 
 usr_logout(request). El cierre de sesión. 
Esta es la única vista que no tiene ninguna pantalla asociada. Su función 
es simplemente eliminar la sesión de usuario del navegador y redirigir a 
la página principal del sistema. 
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 manage(request).  La página de gestión de árboles. 
Esta vista muestra la lista de árboles del usuario y le permite hacer 
algunas gestiones con ellos. En primer lugar, obtiene del módulo de la 
base de datos la lista de árboles del usuario mediante la función 
database.RetrieveTreeList y la transmite a la plantilla. La vista también 
se encarga de gestionar las peticiones entrantes de creación de un 
nuevo árbol utilizando database.CreateTree, de modificar el nombre de 
un árbol mediante database.EditTree, y de eliminar un árbol, usando 
database.DeleteTree. 
 
 importing(request). La página de importación de GEDCOM. 
Esta vista muestra la pantalla de importación de un árbol genealógico 
desde un archivo GEDCOM. También recibe de ésta la petición de 
importarlo junto al archivo GEDCOM y las propiedades de la 
importación, y lo transmite a la capa de datos utilizando la función  
database.CreateTreeFromGedcom. 
 
 visualize(request). La página de visualización. 
Esta vista recupera de la base de datos un árbol genealógico concreto y 
envía la información a su pantalla asociada, que mostrará la 
visualización gráfica del árbol. También es la encargada de recibir las 
peticiones de edición y filtro sobre este árbol genealógico. 
 
En el caso más general, la vista recibe de la pantalla de gestión de 
árboles el identificador del árbol que se desea visualizar. Obtiene su 
información usando database.RetrieveTree y la transmite a plantilla. 
También consigue de la base de datos las listas de lugares que 
aparecen en el árbol, mediante database.RetrievePlacesList y las 
transmite a la plantilla para la confección del formulario de 
búsqueda/filtrado. 
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Esta vista se encarga además de recibir las peticiones de edición sobre 
el árbol con todos los datos necesarios incluidos por POST. Estas 
peticiones pueden ser de creación de una nueva persona, para la cual 
invoca database.CreatePerson; de edición de los datos de una persona, 
para la que utiliza database.EditPerson; de eliminación de una persona, 
usando database.DeletePerson, de creación de una nueva unión entre 
dos personas, invocando database.CreateUnion, de eliminación de una 
unión, mediante database.DeleteUnion, de modificación de los datos de 
una unión, usando database.EditUnion, y de enlace de una persona 
descendiente con una unión progenitora, para la que utiliza 
database.AddChildToUnion. La vista tiene en cuenta que alguna de 
estas peticiones pueden tener encadenada otra detrás (por ejemplo, se 
puede crear una nueva persona y acto seguido querer enlazarla con una 
unión) a la hora de transmitir la respuesta a la plantilla. 
 
Como última funcionalidad, también gestiona esta vista la petición de 
filtrado en el árbol, para la que recibe conjuntamente los parámetros por 
los que realizar la búsqueda y los transfiere a 
database.RetrieveSubTree, de donde obtiene la porción seleccionada 
del árbol genealógico y la envía a la plantilla para su visualización. 
 
9.3. Capa de plantilla 
En la capa de plantilla se utilizan diversas plantillas HTML con anotaciones 
propias de Django para la generación de las páginas web. Existen cinco en el 
sistema, cada una correspondiente a una vista (la vista de cierre de sesión no 
tiene pantalla asociada). 
 
 index.html. La pantalla principal. 
Es la pantalla de bienvenida, sin tratamiento de datos o formularios; 
solamente discierne entre usuarios con o sin sesión iniciada: a los usuarios 
anónimos se les muestra el enlace de inicio de sesión, y a los autenticados, 
el enlace de gestionar sus árboles genealógicos y el de cerrar sesión. 
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 login.html. La pantalla de inicio de sesión. 
Esta pantalla contiene el formulario de inicio de sesión, en el que se pide 
nombre de usuario y contraseña para la autenticación. 
  
 manage.html. La pantalla de gestión de árboles. 
Esta pantalla contiene el listado de árboles del usuario, información que 
obtiene la plantilla de la vista. Desde este listado se puede operar con los 
árboles: Se puede seleccionar cambiar el nombre de un árbol o eliminarlo 
mediante un pequeño formulario, o bien visualizarlo y dirigirse a la 
correspondiente vista. 
 
En esta vista también se encuentran los elementos para crear un nuevo 
árbol: un formulario en el que se puede introducir el nombre del nuevo árbol 
y confirmar su creación, y también un enlace para dirigirse a la vista de 
importación de un árbol desde un archivo GEDCOM. 
 
 importing.html. La pantalla de importación de GEDCOM. 
En esta pantalla se encuentra un formulario que desgrana las opciones 
para la importación de un archivo GEDCOM, de forma que se pueden 
seleccionar qué elementos se desean importar, además de la introducción 
de un nombre para el árbol y el propio archivo GEDCOM. En la importación 
se consideran propiedades imprescindibles nombres y apellidos de las 
personas y el tipo de las uniones, y se permite seleccionar entre todos los 
demás atributos (géneros y fechas y lugares en que ocurrieron los 
nacimientos, defunciones, entierros y uniones familiares). 
 
 visualize.html. La pantalla de visualización. 
Es la pantalla encargada de visualizar gráficamente el árbol genealógico y 
los datos de las personas y uniones que lo forman, así como de permitir la 
modificación de los mismos y la realización de un filtro mediante 
formularios. Tiene una presencia importante de JavaScript en sus dos 
grupos de componentes: 
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 Zona de visualización del árbol. Es un mapa SVG que contiene la 
representación gráfica del árbol: nodos de personas y de uniones 
interconectados por enlaces. Esta representación se realiza utilizando la 
librería D3.js, que organiza la información del árbol genealógico en un 
grafo dibujado por fuerzas. En esta área se puede hacer zoom, moverse 
y arrastrar elementos por esta zona. Interactuar con el árbol tiene efecto 
en el resto de la página: clicar sobre un nodo Persona abre el formulario 
de visualización/edición de sus datos; clicar sobre un nodo Unión abre 
su respectivo formulario de visualización/edición; y en modo de enlazar 
una persona con otra persona o unión, clicar sobre un nodo mostrará el 
correspondiente formulario de confirmación del enlace. 
 
 Formularios: 
o Formulario de filtro: Se encuentra en la parte superior y no tiene 
interactuación con la zona de visualización del árbol. Este 
formulario permite introducir los parámetros de un filtro o 
búsqueda en el árbol: apellido, género, lugar de nacimiento, lugar 
de defunción y lugar de entierro. 
o Formulario de creación de una nueva persona: Aparece al pulsar 
el botón indicando que se desea añadir una nueva persona al 
árbol, y también cuando, con una unión seleccionada en el árbol, 
se indica que se desea añadir un descendiente. El formulario 
permite la entrada de nombre, apellidos, género, y fechas y 
lugares de nacimiento, defunción y entierro. 
o Formulario de visualización/edición de una persona: Aparece al 
seleccionar una persona en el árbol genealógico. El formulario 
tiene campos de nombre, apellidos, género, y fechas y lugares de 
nacimiento, defunción y entierro; y se rellena automáticamente 
con la selección de la persona. Desde él se pueden modificar los 
datos, eliminar la persona, o pedir enlazarla con otra persona o 
unión.  
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o Formulario de visualización/edición de una unión: Aparece al 
seleccionar una unión en el árbol genealógico. El formulario tiene 
campos de tipo de relación, fecha y lugar; y se rellena 
automáticamente con la selección de la unión. Desde él se 
pueden modificar los datos, eliminar la unión, o indicar que se 
desea añadir un descendiente, lo cual abre el formulario de 
creación de una nueva persona de forma que al confirmar se 
enlazará directamente con la unión. 
o Formulario de enlace con una persona: Aparece cuando se ha 
indicado que se desea enlazar una persona y se ha clicado en 
otra persona en el árbol. Muestra el nombre de las dos personas 
a enlazar, y permite introducir los datos de la nueva unión: el tipo 
de relación, la fecha y el lugar. Confirmar el formulario creará una 
nueva unión entre las personas seleccionadas. 
o Formulario de enlace con una unión: Aparece cuando se ha 
indicado que se desea enlazar una persona y se ha clicado en 
una unión en el árbol. Muestra los datos de la unión. Confirmar el 
formulario creará un enlace de padre-hijo de la persona 
seleccionada con la unión progenitora. 
 
9.4. Capa de datos 
La capa de datos es la que interconecta la aplicación web con la base de datos 
en el servidor Neo4j. Esta capa consta de un módulo que contiene las 
consultas a base de datos que el sistema necesita, de forma que las vistas 
acceden a la información mediante las funciones aquí definidas. La conexión a 
Neo4j se realiza mediante la librería py2neo. Las consultas están escritas en 
Cypher, el lenguaje estándar de consultas de Neo4j, de forma que la 
arquitectura de las consultas es independiente del lenguaje del sistema.  
 
Para la importación de archivos GEDCOM, también se utiliza el módulo 
python-gedcom modificado ligeramente para adaptarse a las necesidades de 
la aplicación. Este módulo está incluido como parte del sistema. 
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Es el módulo Python que contiene todas las funcionalidades con acceso a 
la base de datos. Al principio del módulo se establece la conexión con 
Neo4j mediante la autenticación incluida en la librería py2neo. A 
continuación se detallan las funciones implementadas. A modo de ejemplo, 
se acompaña cada función con el código Cypher que envía a Neo4j, cuyo 
resultado se trata en menor o mayor nivel para la adecuación al sistema, 
dependiendo de la función específica: 
 RetrieveTreeList (username): Esta función retorna la lista de árboles 
pertenecientes al usuario identificado por el nombre de usuario que 
se pasa por argumento. 
 
MATCH (u:User {username: $})-[:OWNS]->(t:Tree) 
RETURN t 
ORDER BY t.tid 
 
 RetrievePlacesList(tid): Esta función retorna un objeto con tres 
propiedades: birth_place_list (lista de lugares de nacimiento), 
defunction_place_list (lista de lugares de defunciones), y 
burial_place_list (lista de lugares de entierro), las cuales han sido 
cargadas con el resultado de la consulta a base de datos. 
 
MATCH (t:Tree {tid:$})-[:HASP]->(p:Person) 
RETURN p.birth_place, p.defunction_place, p.burial_place 
 
 CreateTree(username, name): Esta función crea un nuevo árbol en 
la base de datos con el nombre y propietarios indicados por 
parámetro. Retorna el identificador (tid) del nuevo árbol. 
 
MATCH (sy:System) 
SET sy.lasttid = sy.lasttid + 1 
MATCH (u:User {username:$}), (sy:System) 
CREATE (u)-[:OWNS]->(t:Tree {tid: sy.lasttid, name: $}) 
RETURN sy.lasttid 
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 EditTree(tid, name): Esta función modifica el nombre del árbol 
indicado por parámetro. No tiene ningún retorno. 
 
MATCH (t:Tree {tid: $}) 
SET t.name = $ 
 
 DeleteTree(tid): Esta función elimina el árbol con el identificador que 
se pasa por parámetro. No tiene ningún retorno. 
 
MATCH (t:Tree {tid: $})-[o:OWNS]-(:User) 
OPTIONAL MATCH (t)-[r:HASP|:HASU]-(n) 
OPTIONAL MATCH (n)-[r2]-() 
DELETE o, t, r, n, r2 
 
 RetrieveTree(tid): Esta función es la principal que retorna un árbol 
completo. Su implementación está definida simplemente con 
“RetrieveSubTree(tid)”, es decir, una llamada a RetrieveSubTree 
indicando que no se desea filtrar el árbol. De esta forma se reutiliza 
el código de dos funciones que varían en un solo detalle. 
  
 RetrieveSubTree(tid, filter): Esta función selecciona un subárbol en 
el árbol seleccionado por parámetro aplicándole el filtro indicado. 
Acto seguido, procesa el resultado de la consulta para retornar un 
objeto árbol con el que se representará gráficamente el árbol. Este 
objeto tiene dos propiedades: nodes, una lista de nodos de personas 
y uniones juntos, y links, una lista de los enlaces entre los nodos. 
 
MATCH (t:Tree {tid$})-[:HASP]-(p $filter$) 
OPTIONAL MATCH (p)-[r:INVOLVES|:CHILD]-(u) 
RETURN p,r,u 
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La consulta en Cypher puede variar su estructura dependiendo del 
filtro; por ejemplo, en el caso de un filtro por apellido se añadirían 
dos líneas de filtro por expresión regular con el aspecto « WHERE 
p.surname =~ ".*$.*" » 
 
 CreatePerson(tid, person_props): Esta función crea una nueva 
persona en el árbol especificado con las propiedades que se pasan 
por parámetro. Retorna el identificador de la nueva persona. 
 
MATCH (sy:System) 
SET sy.lastpid = sy.lastpid + 1 
MATCH (sy:System), (t:Tree {tid: $}) 
CREATE (t)-[:HASP]->(p:Person {pid: sy.lastpid, $}) 
RETURN sy.lastpid 
 
 EditPerson(tid, pid, person_props): Esta función modifica los datos 
de una persona con las propiedades que se pasan por parámetro. 
No retorna ningún valor. 
 
MATCH (t:Tree {tid: $})-[:HASP]->(p:Person {pid: $}) 
SET p = {pid: $, $} 
 
 DeletePerson(tid, pid): Esta función elimina la persona especificada 
del árbol especificado. También elimina las uniones a las que estaba 
enlazada que no tengan todavía otra persona enlazada. No retorna 
ningún valor. 
 
MATCH (t:Tree {tid: $})-[r1:HASP]->(p:Person {pid: $}) 
OPTIONAL MATCH (p)-[r]-() 
DELETE p, r1, r 
MATCH (t:Tree {tid: $})-[:HASU]->(u:Union)  
WHERE NOT (u)-[:INVOLVES]-() 
DELETE u 
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 CreateUnion(tid, union_props, pid1, pid2): Esta función crea una 
nueva unión entre las dos personas indicadas, en el árbol indicado y 
con las propiedades indicadas en los parámetros. Retorna el 
identificador de la nueva unión. 
 
MATCH (sy:System) 
SET sy.lastuid = sy.lastuid + 1 
MATCH (sy:System), (t:Tree {tid: $})-[:HASP]->(p1:Person 
{pid: $}), (t)-[:HASP]->(p2:Person {pid: $}) 





 EditUnion(tid, uid, union_props): Esta función modifica los datos de 
una unión con las propiedades que se pasan por parámetro. No 
retorna ningún valor. 
 
MATCH (t:Tree {tid: $})-[:HASU]->(u:Union {uid: $}) 
SET u = {uid: $, $} 
 
 AddChildToUnion(tid, pid, uid): Esta función añade una relación de 
descendencia entre una unión y una persona especificados de un 
árbol. No retorna ningún valor. 
 
MATCH (t:Tree {tid: $})-[:HASP]->(p:Person {pid: $}) 
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 RemoveChildFromUnion(tid, pid, uid): Esta función elimina una 
relación de descendencia entre una unión y una persona 
especificados de un árbol. No retorna ningún valor. 
 
MATCH (t:Tree {tid: $})-[:HASP]->(p:Person {pid: $}) 




 DeleteUnion(tid, uid): Esta función elimina una unión especificada 
por parámetro. No retorna ningún valor. 
 
MATCH (t:Tree {tid: $})-[:HASU]->(u:Union {uid: $}) 
MATCH (u)-[r]-() 
DELETE u, r 
 
CreateTreeFromGedcom(username, gedfile, treename, propierties): 
Esta función se encarga de importar el archivo GEDCOM pasado 
por parámetro creando un nuevo árbol con el nombre pasado por 
parámetro. Se le transmiten también las propiedades de la 
importación. En primer lugar se parsea el archivo GEDCOM (que 
debe estar codificado en ANSI) con la librería python-gedcom y se 
obtienen las listas de personas y uniones a crear. A continuación se 
crea el árbol y a se invoca tantas veces como es necesario las 
funciones CreatePersonFromGedcom para crear nuevas personas y 
CreateUnionFromGedcom para crear las uniones familiares. Retorna 
el identificador del nuevo árbol. 
 
MATCH (sy:System) 
SET sy.lasttid = sy.lasttid + 1 
MATCH (u:User {username: '$'}), (sy:System) 
CREATE (u)-[:OWNS]->(t:Tree {tid: sy.lasttid, name: '$'}) 
RETURN sy.lasttid 
Universitat Politècnica de Catalunya - BarcelonaTech 




 CreatePersonFromGedcom(tx, tid, element, propierties): Esta 
función recibe la transacción de creación del árbol en la base de 
datos, el identificador del nuevo árbol, así como el elemento 
GEDCOM de la persona a ser creada y las opciones de importación. 
Con esos datos, prepara la información necesaria para la creación 
de la nueva persona y realiza la consulta pertinente. 
 
MATCH (sy:System) 
SET sy.lastpid = sy.lastpid + 1 
MATCH (sy:System), (t:Tree {tid: $}) 
CREATE (t)-[:HASP]->(p:Person {pid: sy.lastpid, $}) 
RETURN sy.lastpid 
 
 CreateUnionFromGedcom(tx, tid, element, createdInd, propierties): 
Esta función recibe la transacción de creación del árbol en la base 
de datos, el identificador del nuevo árbol, así como el elemento 
GEDCOM de la familia representante de la unión a ser creada y las 
opciones de importación. También recibe la lista de identificadores 
de personas que necesita para identificar a las personas de la unión 
con identificadores usados en el árbol. Con esos datos, prepara la 




SET sy.lastuid = sy.lastuid + 1 ; 
MATCH (sy:System), (t:Tree {tid: $})-[:HASP]-
>(p1:Person{pid: $}), (t)-[:HASP]->(p2:Person{pid: $}) 
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A la consulta en Cypher se le añade código para el enlace de cada 
hijo que conste en la definición de la familia en GEDCOM, llevando 
un contador interno de hijos para hacer la consulta correctamente. 
 
 WipeBD(): Esta función se utiliza para eliminar toda la información 
de la base de datos. Resulta útil para en modo de desarrollo o para 
cuando se desee vaciar la base de daros del sistema. 
  
MATCH (n) 
OPTIONAL MATCH (n)-[r]-() 
DELETE n,r 
 
 BuildNewSystem(): Esta función genera un nuevo sistema base para 
el funcionamiento de la base de datos. Crea el nodo System y los 
índices para agilizar las consultas de cada tipo de nodo. 
 
MERGE (sy:System {lasttid: 0, lastpid: 0, lastuid: 0}) 
CREATE CONSTRAINT ON (u:User) ASSERT u.username IS UNIQUE 
CREATE CONSTRAINT ON (t:Tree) ASSERT t.tid IS UNIQUE  
CREATE CONSTRAINT ON (p:Person) ASSERT p.pid IS UNIQUE 
CREATE CONSTRAINT ON (u:Union) ASSERT u.uid IS UNIQUE 
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10. MANUAL DE IMPLANTACIÓN 
 
La implantación del sistema consiste en la instalación de la aplicación web 
“n4trees” en un servidor Django, siguiendo los siguientes pasos para tal efecto: 
 
1. Copiar la carpeta de la aplicación “n4trees” en el directorio de 
aplicaciones de Django. 
2. Especificar en el archivo de configuración de sitios web de Django 
settings.py que “n4trees” es una aplicación instalada, es decir, añadir su 
nombre a la propiedad INSTALLED_APPS. 
3. Dirigir las URLs que el sitio web capture al gestor de URLs de la 
aplicación, añadiéndolo al archivo urls.py del sitio web. Esto puede 
hacerse, por ejemplo, si no hay otra aplicación instalada, añadiendo a la 
propiedad urlpatterns la línea: 
url(r'', include('n4trees.urls',namespace="n4trees")), 
 
La aplicación tiene dependencia de un módulo Python, py2neo, que debe estar 
instalado en el mismo sistema que el servidor Django. Este módulo es 
necesario para la comunicación con el servidor de bases de datos Neo4j. El 
único otro módulo del que tiene dependencia, python-gedcom, no requiere de 
instalación ya que en la aplicación se incluye su versión modificada. 
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11. ASPECTOS LEGALES 
 
11.1. Ley Orgánica de Protección de Datos 
La Ley Orgánica de Protección de Datos (LOPD) es la encargada de regular el 
tratamiento de los datos y ficheros con información de carácter personal [16]. 
Esta ley afecta al sistema debido a que éste almacena información personal y 
familiar de los usuarios. El sistema contempla los deberes marcados por dicha 
ley: 
 Toda la información almacenada de los usuarios ha sido introducida de 
forma consentida y directa por ellos, ya sea de forma manual o en forma 
de un archivo GEDCOM. El sistema no contiene datos considerados 
legalmente como especialmente protegidos, como la religión o la salud. 
 Los usuarios pueden ejercer su derecho de acceso, rectificación y 
cancelación de sus datos, ya que son ellos mismos los que gestionan 
directamente la información con las funcionalidades del sistema.  
 Los datos personales se mantienen protegidos del acceso por cuenta de 
terceros. La obtención de estos datos requiere, desde el sistema web, 
autenticación del usuario, y el acceso directo desde la base de datos 
requiere autenticación de administrador.  Un usuario no tiene acceso a la 
información de otro: las búsquedas que realiza el sistema son siempre 
sobre información de un solo usuario, por lo que los datos personales 
sólo se presentan a su propietario. 
 
11.2. Licencias 
El código de este proyecto es software libre y se puede distribuir o modificar 
bajo los términos de la licencia GLP v3, así como su utilización en otros 
proyectos de software libre, tal como se indica en dicha licencia [17]. No ofrece 
ninguna garantía. 
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Neo4j Community Edition, py2neo y python-gedcom son software libre que 
también se encuentran bajo la licencia GPL v3. 
Django y D3.js son software libre bajo la licencia BSD de 3 cláusulas [18]. Ésta 
permite la distribución y la modificación de código, así como su uso en 
proyectos de software libre y no libre.  
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12.1. Conclusiones del desarrollo 
Este proyecto, definido como una aplicación web para el almacenamiento y la 
gestión de árboles genealógicos, ha involucrado distintas áreas dentro del 
desarrollo y requerido de conocimientos diversos. 
 
El primer aspecto es la aplicación web en sí. Su desarrollo se marcó desde el 
principio con la elección del framework web Django y, por tanto, la arquitectura 
de la aplicación fue completamente dependiente de la forma de desarrollo de 
aplicaciones para este servido. De esta forma se desarrollaron las páginas web 
necesarias para llevar a cabo los objetivos marcados: poder almacenar, 
gestionar y visualizar los árboles genealógicos. Todas las peticiones a estos 
servicios se realizan mediante la navegación por la aplicación web. 
 
La base de datos no relacional siempre fue un punto diferenciador en este 
proyecto, al implementar la información genealógica directamente en forma de 
grafo. Tras realizar el diseño del esquema de datos, durante el desarrollo del 
proyecto la gestión de la base de datos Neo4j resultó extensa, existiendo 
multitud de funciones de obtención, modificación y tratamiento de datos en el 
módulo específico para ello. 
 
La visualización de los árboles fue uno de los puntos que más problemas 
originó, debido tanto al desconocimiento de la tecnología como a la necesidad 
de migrar de librería a mitad del proyecto. Finalmente, trabajando con la 
segunda librería, se pudo obtener una visualización que cumplía con los 
requisitos. 
 
En conclusión, el sistema desarrollado cumple con las especificaciones 
iniciales y se presta a ser completado o expandido con nuevas y mejoradas 
funcionalidades. 
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12.2. Conclusiones de las competencias técnicas 
En este proyecto se ha podido cumplir las competencias técnicas 
especificadas: 
 
 CES1.4. Desarrollar, mantener y evaluar servicios y aplicaciones 
distribuidas con soporte de red. [Bastante] 
El grueso del proyecto es, precisamente, el desarrollo de la aplicación 
web y su disponibilidad en el servidor, y se ha realizado utilizando los 
métodos de desarrollo de aplicaciones para el framework Django. 
 
 CES1.5. Especificar, diseñar, implementar y evaluar bases de datos. [En 
profundidad] 
La base de datos ha sido un apartado importante durante todo el 
desarrollo del proyecto, tanto desde su diseño y especificación como por 
la extensa gestión directa de la misma mediante la capa de datos del 
sistema, hecha a medida para la base de daros NoSQL que se utilizaba. 
 
 CES1.9. Demostrar comprensión en la gestión y gobierno de los 
sistemas software. [Un poco] 
Esta competencia se ha llevado a cabo por la parte de la gestión del 
proyecto, así como del mantenimiento constante de la aplicación durante 
su desarrollo. 
 
 CES2.1. Definir y gestionar los requisitos de un sistema software. 
[Bastante] 
En las primeras etapas del proyecto se especificó cada una de las 
funciones que iba a tener el sistema así como de los requisitos que tenía 
que cumplir, de forma que el desarrollo se ha guiado siempre por cumplir 
con estas directrices. 
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 CES3.1. Desarrollar servicios y aplicaciones multimedia. [Un poco] 
En el apartado de visualización de árboles ha sido necesario interactuar 
con la generación del mapa SVG de la librería D3.js, tanto para modificar 
el aspecto visual del grafo y su comportamiento, como para añadir a 
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13. TRABAJO FUTURO 
 
Este proyecto forma una base sobre la que construir un sistema más completo 
de genealogía y puede ser ampliado de diversas formas. 
 
Una extensión del proyecto especificada desde el principio del mismo es la 
integración del sistema con la plataforma responsable de la gestión de 
usuarios, que actualmente se realiza de forma parcial a falta de esta 
integración. 
 
Un aspecto común en el software genealógico son las funciones de análisis 
cruzado entre árboles, como por ejemplo la identificación de personas en 
común en árboles de distintos usuarios, de forma que pudiera alertarse de una 
posible coincidencia. Esta función es importante desde el punto de vista de la 
investigación genealógica. Así mismo, se podría incluir cualquier otro tipo de 
análisis de los datos que tuviera en cuenta todos los árboles en su conjunto. Se 
podría, en relación a esto, gestionar la privacidad de los árboles de los 
usuarios, pudiéndolos definir públicos, aptos para su análisis o privados. 
 
Otro aspecto en el que se puede trabajar sería para dar soporte completo del 
formato GEDCOM. Este estándar contiene más información de la tratada en 
este proyecto, como la referente a bautizos, censos, etc., que también es de 
interés para los genealogistas. Una extensión del proyecto brindaría 
compatibilidad y soporte a estos datos. 
 
En este sentido, también se podría incluir al sistema funcionalidades como la 
búsqueda en los árboles genealógicos utilizando fechas, que debido a la 
complejidad del tratamiento de fechas aproximadas o mediante rangos del 
formato GEDCOM quedó fuera de su implementación. 
  
Universitat Politècnica de Catalunya - BarcelonaTech 




Respecto a la visualización, sería interesante poder mostrar los árboles 
genealógicos de forma más clara, por ejemplo, de forma estructurada por 
grados de ascendencia y descendencia. Esta organización se conoce como 
sistema Ahnentafel o sistema Sosa-Stradonitz, y es el predominante en la 
genealogía. La organización actual, especialmente con árboles de muchos 
nodos grandes, se asemeja a un Dandelion Chart, caracterizado por 
expandirse desde el centro de forma recursiva, y eso es lo que sucede al 
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Anexo 1. Diagrama de Gantt de la planificación 
 
