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Povzetek
Naslov: Sistem za upravljanje proizvodnje
Avtor: Klemen Vogler
V okviru diplomske naloge smo obdelali problem vizualizacije podatkov, ki
zaradi količine podatkov ali kompleksnosti grafov in orodij velikokrat ne pride
dosti do izraza. Konkretno smo se osredotočili na podatke v proizvodnji, saj
obstaja veliko sistemov za upravljanje proizvodnje (MES), s katerimi lahko
vizualno spremljamo njen razvoj. Predstavili smo tri orodja, s katerimi smo
razvili svoj sistem za upravljanje proizvodnje. Podrobneje smo opisali po-
datkovno bazo in shranjevanje podatkov ter spletni vmesnik Node-RED, v
katerem smo razvili jedro sistema za komunikacijo med posameznimi procesi
in aplikacijami. Na koncu smo na spletni aplikaciji Grafana predstavili re-
zultat sistema in njegov namen. Prikazali smo linijske in tabelarne grafe,
nekaj razširitev za popestritev posameznih grafov ter osnovne in napredne
funkcije, ki jih spletna aplikacija ponuja uporabniku. Pri razvoju sistema
smo predstavili smiselnost uporabe Grafane in opisali njen razvoj, ter zakaj
je ena izmed bolǰsih izbir za vizualizacijo podatkov v današnjem času.
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In the scope of this BSc thesis, we described the problem of data visualiza-
tion, which due to the amount of data or the complexity of graphs often does
not show its full potential. We mainly focused on production company data,
because there are a lot of Manufacturing Execution Systems (MES), which
provide us the overlook on our production. We have presented three tools
that can be connected and use them to create our own data visualization
system. We have described in detail ArangoDB database and storing of the
data. We also described a programming interface called Node-RED, where
we built the core of the system for communication between Grafana and the
database. In the end, we showed the finished visualization system and all
the graphs made in Grafana. We presented line and table graphs, some ex-
tensions to diversify individual graphs, and the basic and advanced functions
that Grafana offers to the user. In system development, we presented the
meaningfulness of using Grafana and why it is one of the best choices for
data visualization.






V sodobnem svetu je zelo pomembno, kako interpretiramo podatke, iz katerih
želimo nekaj izvedeti. Obstaja ogromno sistemov za upravljanje proizvodnje,
s katerimi lahko imamo nadzor nad proizvodnjo, spremljamo razvoj izdelkov
in primerjamo učinkovitost posameznih strojev. Vsak sistem je edinstven,
saj razvijalci uporabljajo različne tehnologije za razvoj. Vsak sistem ponuja
tudi različen nabor grafov in vizualizacijskih tehnik. V letu 2019 je bila za
eno izmed najbolǰsih odprtokodnih spletnih aplikacij za vizualizacijo podat-
kov predstavljena Grafana, ki podpira različne vire podatkov in omogoča
velik nabor linijskih in tabelarnih grafov. Ker podpira obširen izbor vira po-
datkov, lahko služi tudi kot predstavitvena stran pri sistemu za upravljanje
proizvodnje.
1.2 Cilj diplome
V okviru diplomskega dela bomo razvili svoj sistem za upravljanje proizvo-
dnje. Predstavili bomo posamezna orodja in njihovo vlogo v celotnem sis-
temu. Za shranjevanje podatkov bomo uporabili nerelacijsko podatkovno
bazo ArangoDB. Opisali bomo pomen posameznih tabel in shranjevanje spe-
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cifičnih podatkov preko mikrostoritve Foxx, ki jo podpira Arango. V pro-
gramskem vmesniku Node-RED bomo razvili komunikacijski sistem, ki bo
skrbel za komunikacijo med storitvami in pretok podatkov. Na koncu bomo
predstavili vizualizacijo podatkov na spletni aplikaciji Grafana, ki služi kot
uporabnǐski vmesnik za končnega uporabnika. Opisali bomo njene funkcije,
zmogljivosti, grafe ter razširitve, ki jih ponuja. Primerjali jo bomo tudi z
ostalimi obstoječimi aplikacijami in predstavili njene prednosti in slabosti.
1.3 Pregled sorodnih primerov
Grafana je ena izmed mnogih storitev za vizualizacijo podatkov, vendar se
od tekmecev razlikuje po njeni široki podpori vira podatkov in široki izbiri
interaktivnih grafov. Največkrat je primerjana z orodjem Graphite, ki je bil
izdan že leta 2008 in ga med drugim uporabljata tudi GitHub in Reddit [1].
Orodje je namenjeno sledenju uspešnosti spletnih mest, aplikacij, poslovnih
storitev in omrežnih strežnikov. Tako kot Grafana, tudi Graphite podpira
shranjevanje, branje in vizualizacijo podatkov časovnih vrst. Druga bolj po-
znana rešitev je Microsoftovo orodje Power BI, ki je predvsem namenjeno
poslovni inteligenci in analitiki [5]. Deli se na tri dele, in sicer na namizno
aplikacijo, kjer se ustvarijo grafi in poročila, storitev, ki se uporablja za de-
ljenje poročil ter mobilno aplikacijo, kjer ima končni uporabnik pregled nad
poročili. Med tekmece Grafani spada tudi odprtokodna vizualizacijska plat-
forma Kibana [6]. Ta za razliko od Grafane podpira samo podatke preko
Elasctisearcha in nobenega drugega vira podatkov.
1.4 Struktura diplome
Diplomsko delo je razdeljeno na tri večja poglavja, Orodja in tehnologije,
Spletna platforma Grafana in Sistem za upravljanje proizvodnje. V prvem
delu so predstavljena orodja, storitve in podatkovna baza, ki so uporabljeni
za celotno delovanje sistema. V drugem delu je podrobneje opisana Grafana,
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njeno okolje, razširitve in ostale funkcije, ki jih ponuja. V zadnjem delu pa
je predstavljen razvoj celotnega sistema in njegovo delovanje. Opisana je po-
datkovna baza in shranjevanje podatkov, komunikacijski sistem v vmesniku
Node-RED, ki skrbi za komunikacijo in prenos podatkov med procesi ter grafi





Node-RED je pretočno razvojno okolje za vizualno programiranje, ki ga je
leta 2016 prvotno razvilo podjetje IBM in je sedaj del podjetja JS Founda-
tion. Temelji na povezovanju strojnih naprav, vmesnikov API in spletnih
storitev. Ponuja urejevalnik, ki olaǰsa povezovanje tokov skupaj s širokim
naborom vozlǐsč, ki jih je mogoče zelo enostavno namestiti in izvajati. Vme-
snik je zasnovan na ogrodju Node.js, kjer se prav tako za programiranje
v posameznih vozlǐsčih uporablja programski jezik JavaScript. Vozlǐsča in
funkcije, ki jih ti izvajajo, lahko nastavimo za enkratno uporabo, lahko jih
izvajamo ciklično ali pa v vnaprej določenih trenutnih. Z več kot 3000 vo-
zlǐsči, ki so na voljo, se lahko enostavno povežemo in dostopamo do različnih
naprav in storitev. Osnovni element, ki ga urejamo v toku, je objekt tipa
JSON imenovan msg. Ta ima predhodno definirano identifikacijsko številko
sporočila, temo sporočila (angl. topic) in vsebino (angl. payload). Tok, ki
ga ustvarimo v vmesniku se shranjuje v JSON formatu, ki ga lahko delimo z
drugimi in ga uporabimo v različnih okoljih. Vmesnik lahko deluje na lokal-
nem računalniku, na zunanji napravi, kot sta Raspberry Pi in Arduino ali pa





Vozlǐsča so osnovni gradniki v okolju Node-RED. Node-RED vsebuje nekaj
osnovnih vozlǐsč, ki so že vgrajena vanj in so pripravljena na uporabo. Vo-
zlǐsča je možno tudi namestiti v temu namenjeni nadzorni plošči, kjer imamo
na voljo več skoraj 3000 vozlǐsč, ki so jih ustvarili različni uporabniki Node-
REDa. Predstavili bomo nekaj osnovnih vozlǐsč, ki se uporabljajo skoraj
pri vsakem toku podatkov. Inject je izhodno vozlǐsče, ki pošlje sporočilo za
začetek izvajanja toka. Tega lahko sprožimo ročno ali pa določimo interval,
v katerem se izvaja. Sporočilo je lahko trenutna časovna značka (angl. time-
stamp), globalna spremenljivka, število, besedilo, ali kakšen drug tip objekta.
Z vozlǐsčem function urejamo prejeta sporočila in jih pošiljamo na naslednja
vozlǐsča. Sporočila potujejo preko objekta JSON, imenovanega msg. Vo-
zlǐsče ni omejeno samo na prejeta sporočila, ampak lahko z njim urejamo in
definiramo tudi globalne spremenljivke. Služi tudi kot križǐsče vozlǐsč, saj
lahko nastavimo več različnih izhodov za poljubna sporočila. Vozlǐsče debug
uporabljamo za razhroščevanje naše kode in nadzor izvajanja v posameznih
vozlǐsčih. Z njim lahko pogledamo, kakšen izhodni objekt ali sporočilo nam
vrne posamezno vozlǐsče. Z vozlǐsčem http request pošljemo HTTP zahtevo
na določen naslov, kot rezultat pa dobimo HTTP odgovor (angl. response).
Z atributom url določimo naslov, na katerega pošljemo zahtevo, z atribu-
tom method določimo tip zahteve (POST, GET, PUT, DELETE, PATCH),
v atributu payload pa nastavimo telo sporočila, ki ga pošljemo. Za potrebe
tega projekta pa smo namestili tudi dve zunanji vozlǐsči. Z vozlǐsčem Arango
query dostopamo do podatkovne baze Arango DB. V atributu query nasta-
vimo poizvedbo v jeziku AQL, ki jo izvedemo na podatkovni bazi. Odgovor
vozlǐsča nam vrne podatke tipa JSON, ki jih dobimo kot rezultat poizvedbe.
Z zadnjim vozlǐsčem imenovanim FINS Read pa poskrbimo za branje po-
datkov na PLC mikrokrmilnikih z uporabo protokola FINS. Z njim dobimo




ArangoDB je odprtokodna NoSQL podatkovna baza, ki jo je razvilo podje-
tje ArangoDB GmbH. Prvotno je izšla leta 2011 pod imenom AvocadoDB,
vendar se je leta 2012 preimenovala v ArangoDB. Sistem podpira tri modele
podatkov, in sicer ključ/vrednost, dokumenti in grafi. Za delovanje upora-
blja eno jedro baze podatkov in enoten poizvedbeni jezik, imenovan AQL.
Poizvedbeni jezik je deklarativen in omogoča kombinacijo različnih vzorcev
dostopa do podatkov v eni poizvedbi. Čeprav podatkovna baza temelji na
strukturi NoSQL, je poizvedbeni jezik AQL v večini primerov podoben jeziku
SQL [8].
2.2.1 Foxx Microservices
Leta 2019 je Arango dodalo storitev imenovano Foxx microservices. Foxx
omogoča uporabniku napisati podatkovno logiko kot mikrostoritev, preko
katere ima zunanja aplikacija neposreden dostop do podatkov na bazi. Mi-
krostoritev ponuja preprosto razširitev preko vmesnikov REST API, ki jim
lahko oblikujemo svoje funkcije in želene naslove. Izvajanje in funkcije vme-
snikov API je potrebno oblikovati v programskem jeziku JavaScript [9].
2.3 Ngrok
Ngrok je aplikacija, ki razvijalcem omogoča, da internetu razkrijejo lokalni ra-
zvojni strežnik. Programska oprema poskrbi, da naš lokalni strežnik izgleda,
kot da ga gostujemo na poddomeni ngrok.com. To pomeni, da na lokalnem
računalniku v predponi ni treba spreminjati javnega naslova IP ali imena
domene. Ngrok se je zmožen izogniti NAT mapiranju in požarnemu zidu z
ustvarjanjem dolgotrajnega tunela TCP iz naključno generirane poddomene
ngrok.com na lokalnem stroju. Po določitvi vrat (angl. Port), na katerih
posluša naš spletni strežnik, program odjemalca vzpostavi varno povezavo s
strežnikom ngrok. Nato lahko kdorkoli pošlje zahteve do našega lokalnega
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strežnika z edinstvenim naslovom ngrok tunela [10].
Poglavje 3
Spletna platforma Grafana
Grafana je bila uradno izdana leta 2014 kot del projekta v Orbitzu. Razvoj
je bil usmerjen na podatkovne baze s časovnimi podatki, kot sta InfluxDB in
Prometheus, vendar so kasneje razvili tudi podporo za relacijske vire, kot sta
MySQL in PostgreSQL. Grafana je odprtokodna spletna platforma za anali-
tiko in interaktivno vizualizacijo. Ponuja velik nabor tabel, grafov in ostalih
funkcij, ko je ta povezana s podprtim virom podatkov. Ponuja nam možnosti
razširitve z vgrajenim plugin sistemom. Uporabnik lahko tako ustvari zaple-
tene nadzorne plošče z uporabo interaktivnih gradnikov poizvedb [11].
3.1 Okolje in uporabnǐski vmesnik
Dashboard je osnovna stran na Grafani, ki je razdeljena na glavo in na telo. V
glavi so nastavitve, s katerimi spreminjamo dashboard in oblikujemo plošče.
Med nastavitvami lahko preimenujemo stran, dodamo spremenljivke, spre-
menimo dovoljenja in nastavimo različne povezave do strani. Med drugim
imamo tudi izbiro časa, s katero določimo interval podatkov, ki jih želimo
prikazati. Na voljo imamo tudi posodobitveni gumb, s katerim posodobimo
grafe in na njih pokažemo noveǰse podatke. Ta se lahko izvaja ob določenih
intervalih na primer vsakih deset sekund, ali pa ga fizično pritisnemo ko
želimo prikazati posodobljene podatke. Na dashboardu imamo lahko posta-
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vljeno eno ali več plošč, ki so razvrščene v eno ali več vrst. Plošče s podatki
lahko prestavljamo v poljubno vrsto in na poljubno mesto. Lahko jim tudi
spreminjamo velikost, brez da bi to vplivalo na obliko grafov, saj ima la-
stnost, ki ustrezno oblikuje graf glede na velikost plošče in razmerja njenih
stranic.
3.2 Vir podatkov
Grafana podpira široko izbiro vira podatkov. Mednje spadajo podatkovne
baze za hranjenje podatkov časovne serije, kot so Prometheus, Graphite in In-
fluxDB, podatkovne baze za shranjevanje dokumentov, kot je Elasticsearch,
podatkovne baze SQL, kot sta MySQL in PostgreSQL ter podatkovne baze
za hranjenje v oblaku, kot sta Azure in StackDriver. Vsak vir podatkov ima
poseben urejevalnik poizvedb, ki je prilagojen značilnostim in zmožnostim
določenemu viru podatkov. Med mnogimi viri podatkov, ki jih Grafana po-
nuja, pa imamo tudi možnost namestitve ostalih virov podatkov, ki so na
voljo v razširitvah. Grafana ima kot privzet vir podatkov vgrajene testne
podatke, s katerimi lahko testiramo poizvedbe in različne vrste grafov.
3.3 Vizualizacija podatkov
Panel oz. plošča je osnovni gradnik Grafane, na katerem prikažemo graf.
Vsaka plošča ima svoj urejevalnik poizvedb, ki je odvisen od uporabljenega
vira podatkov. Urejevalnik poizvedb nam omogoča filtrirati specifične po-
datke, ki jih želimo prikazati na plošči. V urejevalniku plošče imamo možnost
ostalih nastavitev, ki spreminjajo videz grafa. Med drugim lahko preimenu-
jemo ploščo, spremenimo velikost ali pa dodamo povezavo na spletno stran
ali kakšno drugo ploščo. Dve najbolj osnovni obliki prikaza podatkov sta graf
in tabela. Za graf potrebujemo podatke v obliki timeseries, ki morajo vse-
bovati časovno značko in neko vrednost. Gre za najbolj uporabljeno obliko
vizualizacije, saj lahko s temi podatki generiramo linijski, pikčasti ali stolpčni
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graf. Pri tabeli pa je treba definirati stolpce z imeni podatkov in vrstice z
njihovimi vrednostmi.
3.4 Razširitve
Grafana ponuja poleg obstoječih virov podatkov in tipov vizualizacije več
kot 100 razširitev, ki jih lahko namestimo in uporabimo. Tako imenovane
plugine delimo na tri tipe. Prvi so vir podatkov, ki nam omogočajo do-
stop do različnih podatkovnih baz in spletnih storitev. Med te razširitve
spadajo Google Sheets, JSON, Oracle in mnogi drugi. Drug tip so vizuali-
zacijske razširitve, ki jih uporabimo takrat, ko želimo spremeniti tip grafa.
Med te spadajo razširitve nad timeseries podatki, kot so toplotni zemljevid,
histogram in statusna plošča ter razširitve nad table podatki, s katerimi spre-
minjamo obliko tabele. Tretji tip pa so aplikacijske razširitve, katere lahko
upravljamo, nadzorujemo in prikažemo podatke iz zunanjih aplikacij. Med
njih spadajo Zabbix, Snap, worldPing in drugi.
3.5 Spremenljivke
Spremenljivka je rezervirana vrednost nekega atributa. Na Grafani so pri-
kazane kot spustni seznam (dropdown menu) na vrhu dashboarda. Spremen-
ljivke lahko uporabimo v poizvedbah ali pa v naslovih posameznih plošč.
Omogočajo nam dinamično programiranje pri izvajanju poizvedb, saj na-
mesto trdo kodiranih podatkov, kot so ime strežnika, aplikacije, senzorja ali
stroja, lahko na njihovem mestu uporabimo spremenljivke. Na spremenljivke
se sklicujemo z obliko $ime spremenljivke, ta pa lahko ima poljubne vrednosti
in poljubno število različnih vrednosti. Ko določeni spremenljivki v spustnem
seznamu spremenimo vrednost, se hkrati posodobijo tudi grafi na ploščah, ki
bodo vsebovali nove podatke glede na vrednost spremenljivke.
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3.6 Pripombe
Annotations oz. pripombe nam omogočajo označitev točk na grafu z doda-
nim besedilom. Ko se pomaknemo na opombo lahko iz nje razberemo njen
opis in oznake dogodkov. Besedilo, ki opisuje dogodek lahko vsebuje tudi
povezave do drugih sistemov z več podrobnostmi. Opombo lahko določimo
točki na grafu, ali pa nekemu časovnemu intervalu. Tako lahko od nekega
začetnega časa do končnega časa označimo opombo, kjer opǐsemo, zakaj je
prǐslo do takšnih podatkov oz. kaj se je takrat dogajalo v sistemu.
3.7 Podobne rešitve
V današnjem času obstaja veliko platform, storitev in orodij za vizualiza-
cijo podatkov. Vsako orodje ima svoje lastnosti, namen, funkcije in način
vizualizacije. Nekatere prevladujejo na enem področju, medtem ko druge pre-
vladujejo na drugem. Spodaj smo Grafano primerjali z dvema prav tako zelo
popularnima orodjema za vizualizacijo podatkov, Prometheus in Graphite
3.1. Pri obeh bomo poudarili dobre in slabe lastnosti ter kako se njune funk-
cije in uporaba razlikujejo od Grafane [12].
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Slika 3.1: Grafana, Prometheus in Graphite glede na Reddit, Github in Stack-
Overflow meritve (stackshare.io).
3.7.1 Prometheus
Prometheus je odprtokodni sistem za spremljanje in opozarjanje orodij, ki
ga je prvotno razvilo SoundCloud. Veliko podjetij in organizacij je od usta-
novitve leta 2012 sprejelo Prometheus, projekt pa ima zelo aktivno skupnost
razvijalcev in uporabnikov. Zdaj je samostojen odprtokodni projekt in se
vzdržuje neodvisno od ostalih podjetij. Prometheus ima lastno bazo po-
datkov, ki jo uporablja za shranjevanje časovnih podatkov, ki jih razbere iz
raznih meritev [2] [3].
Vizualizacija podatkov
Prometheus ima zelo dobre možnosti vizualizacije, vendar je na splošno težko
uporabljati funkcije urejanja grafov in posameznih strani. Za urejanje grafov
uporablja predloge v konzoli, toda učni pristop k uporabi konzole je lahko
na začetku zelo težek. Grafana omogoča navesti Prometheus kot vir podat-
kov, kjer lahko beremo in prikažemo podatke. Tudi v praksi se Prometheus
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uporablja kot vir podatkov, na Grafani pa te podatke uredimo in prikažemo
na grafih.
Shranjevanje podatkov
Grafana nima vgrajenega shranjevanja podatkov. Uporablja se predvsem za
vizualizacijo podatkov, ki pa jih s poizvedbami pridobi iz nekega zunanjega
vira. Graphite pa po drugi strani omogoča shranjevanje časovnih podatkov
znotraj svojega sistema.
Razširitve
Prometheus nima vgrajenega sistema razširitev. Za razliko od Grafane, ta
ponuja drugačen način razširitev, imenovan izvozniki (angl. exporters). Iz-
vozniki ponujajo tretji osebi in zunanjim storitvam orodja, s katerimi lahko
vnašajo podatke v Prometheus. Na področju odprtokodnih storitev obstaja
tudi veliko programskih komponent, ki so združljive s Prometheusom in
omogočajo razširitve z njim [12].
3.7.2 Graphite
Graphite je orodje, ki se uporablja za shranjevanje časovnih podatkov in pri-
kaz le teh na grafih. Namenjeno je sledenju uspešnosti aplikacij, spletnih
mest, poslovnih storitev in omrežnih strežnikov. Graphite ima preprost upo-
rabnǐski vmesnik, ki nam omogoča transformiranje, kalkulacijo, združevanje
in filtriranje podatkov na posameznih grafih. Strani so običajno sestavljene
iz enega ali dveh tipov grafov, kar pomeni, da predstavi podatke na prepro-
steǰsi način kot Grafana, z manj fleksibilnimi grafi [4].
Poizvedbe in vizualizacije
Graphite vizualizacije so v primerjavi z Grafano že močno zastarele, zato je
primerjava med njima na tem področju skoraj nepomembna. Kljub temu pa
je poizvedovanje v Graphitu napredno in preprosto za uporabo. Graphite
podpira skoraj vsako kalkulacijo, združevanje, izključitve in ostale operacije,
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ki jih razvijalci potrebujejo za učinkovit in uporaben prikaz meritev.
Integracije
Ko pride do integracij, ga ni orodja, ki bi se lahko pomeril z Grafano. Seznam
virov podatkov, aplikacij, vizualizacij in razširitev, ki jih Grafana uradno
podpira je zelo obširen, hkrati pa temu dodaja še skupnost. Tudi Graphite
ima dolg seznam integracij za zbiranje, spremljanje in posredovanje podat-
kov, vendar orodja niso vedno najnoveǰsa. V nekaterih primerih obravnavajo
potrebe le določenega sklopa programske opreme.
Opozorila
Graphite vsebuje interne rešitve za opozarjanje, toda odprtokodna orodja,
kot so Graphite–beacon in Graphite–alerts, omogočajo ustvarjanje opozo-
ril za Graphite dogodke. Graphite ima integracije tudi z drugimi orodji, ki
nam omogočajo ustvariti opozorila. Grafana pa ima po drugi strani vgra-
jen modul za opozarjanje, ki nam omogoča ustvarjanje opozoril. Opozorila
ne vidimo fizično na strani Grafane, vendar komunicirajo z zunanjimi orodji
za sodelovanje in dežurstvo. Grafana podpira tudi dodatno metodo imeno-
vano webhook, ki omogoča vsakemu sistemu, da registrira svoja opozorila in
prejme obvestilo, ko pride do vnaprej določenega dogodka.
Skupnost
Skupnost Grafane je ogromna, s partnerji iz mnogih podjetij in organiza-
cij, tehnološko podporo, ki nenehno raste in veliko uporabnǐsko podporo.
Največja moč Grafane je njena podpora različnim arhitekturam in tehnološkim
sklopom. Graphite, ki je bolj poslovno specifično orodje, ima manj ljudi in
razvijalcev, ki sodelujejo pri njegovih prizadevanjih za rast orodja, vendar
občasno še vedno dodajajo nove vsebine. Pri projektu Graphite GitHub
lahko opazimo nenehne posodobitve z manǰsimi funkcijami in popravki na-





V okviru diplomske naloge smo se odločili razviti sistem za upravljanje proi-
zvodnje, kjer bomo za vizualizacijsko platformo uporabili Grafano. Grafana
ima ogromen nabor vira podatkov, vendar obstajajo podatkovne baze in
storitve, ki nimajo neposredne podpore Grafane. Prav ena izmed teh je ne-
relacijska podatkovna baza ArangoDB, ki jo bomo uporabili pri shranjevanju
podatkov. Problem komunikacije med podatkovno bazo in spletno aplikacjio
smo rešili z vmesnikom Node-RED, kjer smo razvili komunikacijski podsistem
za prenos podatkov med njima. Osredotočili se bomo na prikaz komunika-
cijskega sistema, kako deluje, kakšne protokole uporablja in kako se podatki
prenašajo iz ene storitve na drugo. Na koncu bomo predstavili uporabo Gra-
fane, testirali njen uporabnǐski vmesnik, interaktivnost posameznih grafov,
različne tipe vizualizacij in podatkov, razširitve grafov in ostale funkcije, ki
jih ponuja.
4.2 Načrtovanje
Najprej je bilo treba postaviti vsa potrebna orodja za razvoj sistema. Na lo-
kalnem računalniku smo namestili podatkovno bazo Arango DB, spletno plat-
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formo Grafana in uporabnǐski vmesnik Node-RED v načinu storitve (angl.
service). Namestili smo tudi program Ngrok, s katerim smo dostopali do zu-
nanjega strežnika Node-RED, preko katerega smo prenašali podatke v lokalno
podatkovno bazo.
4.2.1 Podatkovna baza
Za potrebe celotnega projekta smo v podatkovni bazi Arango ustvarili temu
primernih 7 tabel, v katerih smo hranili pripadajoče podatke. V tabeli Data
smo vsakih 10 sekund dodajali nove podatke o posameznih strojih in njihovi
produktivnosti. Med atributi smo hranili časovno značko, imena strojev,
število narejenih produktov, status stroja, informacije o uporabniku, ki je
delal na stroju ter izračunana atributa imenovana produkcijsko stanje in
produktivnost stroja. V tabeli Latest data smo posodabljali zadnje informa-
cije o strojih. Tako smo v kasneǰsih poizvedbah optimizirano dostopali do
najnoveǰsih podatkov. V tabeli Machines smo hranili statične informacije o
strojih. Mednje so spadali ime, tip, status ter ID stroja. V tabeli Products
smo hranili statične informacije o produktih, ki so bili v fazi izdelave. Sem
so spadali ime, opis, ID produkta, produkcijski cikel in priporočeno število
izdelanih produktov v enem ciklu. V tabeli Users smo hranili statične in-
formacije o delavcih v proizvodnji in na katerem stroju je delal posamezni
delavec. V tabeli Working time smo hranili informacije o izmenah, ki so
se sproti posodabljale. Objekti so vsebovali ime in opis izmene, začetek in
konec izmene ter podatke o premorih in malicah. Ustvarili smo tudi tabelo
imenovano test, v kateri smo testirali posamezne poizvedbe in preračune z
različnimi objekti in atributi.
4.2.2 Arhitektura
Pri vzpostavitvi komunikacije med posameznimi storitvami nam je v pomoč
prǐsla shema arhitekture sistema. Na njej so označeni vsi pomembni gradniki
ter vhodni in izhodni podatki. S številkami so označeni tudi posamezni koraki
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in njihovo zaporedje, v katerem se izvajajo.
Slika 4.1: Arhitektura sistema.
Na sliki je prikazana arhitektura sistema in tok dogodkov, ki se izve-
dejo, ko želi uporabnik na Grafani prikazati določen graf s podatki 4.1. Ob
osvežitvi grafa se sproži zahteva po podatkih preko določene poizvedbe. Vsak
graf ima svojo poizvedbo in naslov, na katerega pošlje zahtevo. To zahtevo
prejme Node-RED kot objekt informacij, ki jih je treba predelati. V objektu
je tudi naslov vmesnika API na podatkovni bazi, kamor naprej pošljemo po-
izvedbo. Poizvedba se preko vmesnika API posreduje na podatkovno bazo,
kjer se ta izvede. Arango nam kot rezultat poizvedbe vrne podatke v obliki
objekta JSON nazaj na Node-RED, kjer pride do zadnjega preoblikovanja.
Ko so podatki v primerni obliki, jih ta še zadnjič posreduje nazaj Grafani,
kjer se izrǐse željen graf z dobljenimi podatki.
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4.2.3 API
Pri gradnji projekta sta bila uporabljena dva vmesnika API. Prvi API je
vgrajen v Arangu kot kazalec (angl. cursor), s katerim lahko zunanje stori-
tve preko vmesnika REST dostopajo do Aranga 4.2. Nanj se sklicuje Grafana
oziroma kasneje Node-RED z objektom, ki vsebuje poizvedbo za želene po-
datke. Na API se sklicujemo na naslov localhost:8529/ api/cursor, v objektu
pa mu pod atributom query podamo poizvedbo. Navedemo lahko tudi do-
datne atribute, s katerimi lahko določimo maksimalno število vrnjenih po-
datkov, rezultat upoštevamo kot dolžino podatkov in podobno. API nam
kot rezultat vrne statusno kodo, ki nam pove, ali se je http zahteva uspešno
izvedla. V primeru statusne kode 201, nam baza vrne tudi podatke, ki so
rezultat poizvedbe.
Slika 4.2: API kazalec z nalogo izvajanja poizvedb.
Drug API pa je bilo potrebno napisati ročno v tej namenjeni mikrostoritvi
Foxx. V okviru sistema smo pri shranjevanju objektov v podatkovno bazo
vključili tudi atribute, ki jih je bilo treba spotoma izračunati. Računanje
se je najprej izvajalo znotraj vozlǐsč na Node-REDu, vendar sta bila pre-
nos izračunanih podatkov ter komunikacija med Node-REDom in Arangom
prepočasna. Z uvedbo mikrostoritev Foxx, pa se je ta komunikacija vidno
pohitrila, saj ima ta neposredni dostop do baze in upravljanja z njenimi
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podatki. Tako smo napisali API, ki je skrbel za računanje produkcijskega
stanja in produktivnosti stroja. Ta dva atributa sta bila zelo pomembna pri
končni predstavitvi podatkov, služila pa sta tudi kot testna primera uporabe
vmesnika API.
Najprej smo napisali API, preko katerega smo računali produkcijsko sta-
nje strojev in nato še API za računanje produkcijskih učinkovitosti strojev.
Oba sta tipa POST in imata svoj naslov, na katerega se sklicujemo. V zahtevi
pošljemo objekt, kjer hranimo vse potrebne spremenljivke in atribute za ka-
sneǰse upoštevanje pri izračunih. Mikrostoritev Foxx nato izvede programski
del, ki ga vsebuje API. Znotraj mikrostoritve tudi neposredno dostopamo do
baze Arango in najprej izvedemo poizvedbo, ki nam vrne potrebne podatke
za računanje. Ob koncu prejmemo rezultat zahteve, ki vsebuje izračunana
stanja, katera lahko naprej obdelujemo v vozlǐsčih Node-REDa. Na sliki 4.3
je najprej prikazan API za računanje produkcijskega stanja, na sliki 4.4 pa
API za računanje produkcijske učinkovitosti stroja. Ta dva sta si med seboj
zelo podobna. Razlikujeta se le v podatkih, ki jih potrebujeta, ter programski
logiki, ki jo izvedeta za računanje atributov.
Slika 4.3: Foxx API za računanje produkcijskega stanja stroja.
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Slika 4.4: Foxx API za računanje produktivnosti stroja (OEE).
4.2.4 Avtentikacija
Pri komunikaciji med procesi in pošiljanjem podatkov je pri dostopu do po-
datkovne baze potrebna avtentikacija. Ker je podatkovna baza na voljo samo
skrbniku in uporabnikom, ki jih ta doda, zahteva avtentikacija uporabnǐsko
ime in geslo za dostop do baze. Avtentikacija se izvede v koraku, kjer Node-
RED posreduje poizvedbo na Arango. V vozlǐsču http request z metodo
POST definiramo osnovno preverjanje z uporabnǐskim imenom in geslom.
Nastavitve in struktura vozlǐsča so vidni na sliki 4.5. Drug primer avtentika-
cije se izvede pri dostopu do mikrostoritve Foxx, saj ta neposredno dostopa
do podatkovne baze. Tako kot pri posredovanju podatkov na Arango preko
Node-REDa, se podatki o uporabniku nastavijo v vozlǐsču http request.
Avtentikacija nastopi tudi pri povezavi Grafane na Node-RED. Pri do-
dajanju novega vira podatkov na Grafani, imamo poleg imena povezave in
nastavitev naslova možnost tudi osnovne avtentikacije. Tako kot pri povezavi
na Arango tudi tukaj nastavimo uporabnǐsko ime in geslo uporabnika, ki je
prijavljen v Grafano.
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Slika 4.5: Vozlǐsče http request z ustreznimi nastavitvami za preverjanje
uporabnika.
4.3 Predstavitev aplikacije
Sistem, ki smo ga razvili v okviru diplomske naloge se imenuje Sistem za upra-
vljanje proizvodnje. Razvili smo zgolj prototip, ki služi za prikaz osnovnih
funkcij posameznih orodij, vzpostavitev komunikacije med njimi in predsta-
vitev raznih grafov. Predstavljeni so trije deli, ki sestavljajo celoto. Prvi del
je podatkovna baza, v katero polnimo podatke preko vmesnika Node-RED in
mikrostoritve Foxx. Drugi del predstavlja komunikacijska logika v vmesniku
Node-RED, ki povezuje vse storitve in orodja. Zadnji del pa je predstavitev
uporabnǐskega vmesnika in prikaz končnih grafov na Grafani. Končni upo-
rabnik (tj. delavec ali vodja proizvodnje) lahko ima nadzor in celoten pregled
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nad delovanjem strojev ter njihovo učinkovitostjo.
4.3.1 Polnjenje podatkovne baze
Za vizualizacijski prikaz najprej potrebujemo podatke. Testne podatke nam
je posredovalo podjetje TechnoSoft d.o.o., ta pa jih je dobil iz proizvodnje
v Srbiji. Podatki, ki jih uporabljamo, so realni in jih vsakih nekaj sekund
dobimo iz fizičnih strojev. Podatki so bili ustrezno preoblikovani, da ne bi
prǐslo do zlonamerne uporabe.
Slika 4.6: Shranjevanje podatkov v podatkovno bazo.
Na sliki 4.6 je prikazan tok dogodkov, ki se izvedejo za ustrezno shranje-
vanje podatkov v lokalno bazo Arango. V prvem koraku preberemo podatke
iz fizičnih strojev preko krmilnika PLC z uporabo protokola FINS. Do podat-
kov dostopamo preko vmesnika Node-RED z vozlǐsčem FINS read. V njem
nastavimo naslov in ustrezna vrata do krmilnika PLC, ta pa nam vrne števce
na strojih v obliki šestnajstǐskih števil. Podatke nato ustrezno pretvorimo
v desetǐska števila in jih oblikujemo v objekt za nadaljnje posredovanje. V
drugem koraku nam podjetje TechnoSoft iz zunanjega strežnika Node-RED
posreduje podatke na našo lokalno podatkovno bazo. Ker zunanji strežnik
nima dostopa no naše lokalne podatkovne baze, jim to omogočimo s pro-
gramom Ngrok. Ngrok poskrbi, da lahko zunanji strežnik preko zaprtega
tunela dostopa do našega lokalnega strežnika. To naredi tako, da naslov na
podatkovno bazo preoblikuje v unikatno ime s poddomeno ngrok.com. Ko
podamo vrata strežnika, nam tako Ngrok naslov http://localhost:8529 spre-
meni v http://uniqueString.ngrok.com, kjer besedo uniqueString nadomesti
z unikatnim nizom. Tako lahko od koderkoli dostopajo do naše baze in nam
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posredujejo potrebne podatke.
Slika 4.7: Shranjevanje izračunanih podatkov v podatkovno bazo.
Na sliki 4.7 je shema komunikacije med procesi za shranjevanje izračunanih
atributov, ki pa je malo drugačna od običajnega shranjevanja objektov v
bazo. Najprej smo se preko lokalnega računalnika povezali na zunanji Node-
RED strežnik, z uporabo programa SoftEther VPN. Ta nam omogoči dostop
do zunanjega omrežja, na katerem je nameščen strežnik. Običajno preko
njega samo posredujemo podatke na svojo lokalno bazo, v tem primeru pa ga
tudi uporabljamo za računanje atributov. Na Node-REDu se nato povežemo
na Foxx API, preko katerega imamo neposreden dostop do zunanje podat-
kovne baze Arango. Za pošiljanje zahteve na API uporabimo temu primerni
končni točki z naslovoma /Production state calculate za računanje produk-
cijskega stanja in /OEE calculate za računanje produkcijske učinkovitosti
strojev (OEE). Ko se v mikrostoritvi izvede poizvedba, nam Arango vrne
rezultat poizvedbe kot odgovor na našo zahtevo. Vrnjene podatke v Node-
REDu oblikujemo v primerno obliko za shranjevanje. Nato te podatke spu-
stimo skozi Ngrok tunel, tako kot pri običajnem hranjenju podatkov. Ta




V ozadju se na vmesniku Node-RED izvaja poslovna logika, ki skrbi za ko-
munikacijo med procesi. To je eden najpomembneǰsih delov sistema, saj ta
skrbi za prenos podatkov med podatkovno bazo in spletno aplikacijo.
Slika 4.8: Glavni tok podatkov v komunikacijskem podsistemu.
Na Grafani smo poiskali vir podatkov, ki ustreza zahtevam projekta in
se odločili za vir podatkov tipa JSON 4.8. Ta tip podatkov zahteva nekaj
osnovnih končnih točk za pravilno komunikacijo in delovanje vmesnika API.
Najprej je treba vzpostaviti povezavo tipa GET, ki vrne Grafani statusno
kodo 200. Ta točka poskrbi za testno delovanje med Grafano in zaledjem
sistema.
Na Grafani smo tako dodali nov vir podatkov tipa JSON z naslovom lo-
calhost:1880/Grafana povezava. Localhost predstavlja lokalni strežnik, vrata
1880 imajo rezerviran naslov za orodje Node-RED, pripona Grafana povezava
pa označuje podnaslov HTTP, preko katerega bomo pošiljali zahteve po po-
datkih. Tako smo v Node-REDu ustvarili vhodno vozlǐsče HTTP tipa GET,
ki vrne statusno kodo 200. Koda 200, ki jo vrnemo Grafani pomeni, da je
zahteva bila uspešno poslana na Node-RED.
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Naslednja končna točka je tipa POST imenovana query, ki pošlje zahtevo
po meritvah oz. podatkih na podlagi njenega vnosa. Tako smo ustvarili
naslednji naslov imenovan /Grafana poizvedba/query, ki skrbi za izvajanje
poizvedb in pošiljanje podatkov na Grafano. V Grafani je tako potrebno de-
finirati območje, kamor zapǐsemo spletni naslov vmesnika API ter poizvedbo.
Poizvedba mora biti prilagojena tipu grafa, saj je treba dobiti podatke v pra-
vilni obliki. Na sliki 4.9 je prikazan vmesnik na Grafani, kamor vnesemo vse
potrebne podatke za zahtevo po grafu.
Slika 4.9: Vmesnik za urejanje poizvedb v Grafani.
Grafana loči dva tipa podatkov, in sicer tabelarne in časovne. Za raz-
likovanje med tabelarnimi in časovnimi grafi, ima v zahtevi Grafana tudi
shranjen atribut, ki predstavlja, kakšen format grafa želi izrisati. Ta atri-
but je shranjen pod imenom type in ima lahko vrednost table ali timeserie.
Podatki tabelarnih grafov zahtevajo strukturo oblike {columns:[], rows: []}.
Objekt columns vsebuje imena atributov, ki bodo predstavljali stolpce v
tabeli, objekt rows pa vsebuje vrednosti teh atributov, ki predstavljajo vr-
stice v tabeli. Podatki časovnih grafov pa zahtevajo strukturo {target: ”ime
meritve”, datapoints: [timestamp, datapoint]}. Objekt target vsebuje ime
podatkov (angl. alias) po čemu med seboj ločimo posamezne meritve na
grafu. Objekt datapoints pa vsebuje tabele podatkov, ki na prvem mestu
vsebujejo časovno značko, na drugem pa podatek, ki predstavlja vrednost
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ob tem času. V Node-REDu lahko na preprost način preberemo in ločimo
vrednost atributa type z vgrajenim vozlǐsčem switch in tako ugotovimo, v
kakšno obliko je potrebno oblikovati podatke.
Naslednji korak je oblikovanje poizvedbe v pravilen format in posredova-
nje le-tega na podatkovno bazo Arango. V objektu msg definiramo atribute,
ki jih potrebuje vozlǐsče http request za pravilno posredovanje poizvedbe.
Atributu target dodelimo celoten objekt, ki nam ga pošlje Grafana. Ta objekt
vsebuje poizvedbo in spletni naslov za sklicevanje na API na Arangu. Atri-
butu url dodelimo samo naslov za sklicevanje na API, preko katerega bo
posredovano sporočilo. Atributu payload pa dodelimo poizvedbo, ki jo bo
izvedel Arango. Ko nam Grafana posreduje poizvedbo, dobimo tudi infor-
macijo o časovnem razponu grafa. Tako lahko poizvedbo omejimo na določen
interval, ki ustreza časovnemu razponu grafa. To storimo tako, da znotraj
poizvedbe dodelimo spremenljivki DateTo in DateFrom. Ti spremenljivki
potem znotraj vozlǐsča v Node-REDu zamenjamo s časovnima značkama,
ki predstavljata časovni meji grafa. Na koncu objekt posredujemo vozlǐsču
HTTP, ta pa nam kot odgovor vrne rezultat poizvedbe. Podatki, ki jih prej-
memo, so v različni obliki, odvisno od tipa grafa, ki ga zahteva Grafana.
Zadnji korak je preoblikovanje podatkov, ki smo jih prejeli kot rezultat
poizvedbe, v pravilno obliko za prikaz na Grafani. Ker Grafana vsebuje
razširitve za preoblikovanje običajnih tabelarnih in časovnih grafov, mo-
rajo biti tudi podatki temu primerno oblikovani. Tako lahko na Grafani
pod poljem Additional JSON data poimenujemo funkcijo, na katero se ka-
sneje odločamo, kakšne podatke je treba vrniti. Objekt poimenujemo kot
{function: ”ime funkcije”}, kjer nam ime funkcije predstavlja graf, ki ga
želimo izrisati. V primeru state vemo, da bo uporabljen plugin, kjer potre-
bujemo podatke v obliki [production state, timestamp], saj bo graf prikazal
časovno odvisnost med produkcijskimi stanji stroja skozi čas. V Node-REDu
smo vsako ime spremenljivke definirali kot globalno funkcijo, na katero se
sklicujemo pri oblikovanju podatkov.
V primeru oblikovanja časovnih podatkov se stvari rahlo zapletejo. Arango
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kot rezultat poizvedbe vrne objekt, ki lahko vsebuje največ 1000 podatkov
naenkrat. Če je poizvedba prevelika (npr. vsi podatki za trenuten teden)
lahko pride do velike izgube podatkov. To smo rešili z zanko, ki razdeli po-
izvedbo na več manǰsih poizvedb s 1000 rezultati. Tako zanka kroži med
poizvedbami, kjer najprej dobimo prvih tisoč podatkov in jih shranimo, nato
drugih tisoč podatkov, ki jih dodamo prvim podatkom, itd. Tako velik blok
podatkov razdelimo na manǰse, ki jih sproti dopolnjujemo med seboj in na
koncu po zadnji izvedbi zanke dobimo celoten rezultat. Te podatke nato shra-
nimo v atribut payload, v atribut target pa shranimo ime podatkov. Celoten
objekt s podatki nato pošljemo na izhod HTTP s statusno kodo 200.
Zadnja končna točka, ki jo lahko definiramo, je tipa POST imenovana
annotations. Ta vrne pripise oziroma komentarje, ki jih prikaže na časovnem
grafu ob določenem času. Za primer pripisov smo vzeli začetke izmen v
proizvodnji. Hoteli smo jasno označiti mejo med koncem prve izmene in
začetkom druge izmene, za lažji nadzor nad spremembami strojev. Objekt
annotation zahteva specifično obliko odgovora, za pravilen prikaz na grafu.
Potrebni so atribut text, ki vsebuje opis pripisa, atribut title z naslovom
pripisa, atribut time s časovno značko v milisekundah ter atribut tags z
oznakami, s katerimi lahko filtriramo pripise. V Node-REDu smo ustvarili
naslov /Grafana poizvedba/annotations, kjer smo definirali pripise izmen.
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Slika 4.10: Prikaz izmenskih pripisov za vse tri izmene v dnevu.
Najprej smo potrebovali mejni časovni znački, ki sta predstavljeni na
grafu. Z njima smo ugotovili, koliko dni in ur je predstavljenih na grafu. S
tem smo ugotovili, katere in koliko izmen je treba prikazati. Dopoldanska
izmena se začne ob 6:00, popoldanska ob 14:00 in nočna ob 22:00. Ko smo
poznali mejnike, smo lahko oblikovali objekte z vsemi potrebnimi informaci-
jami o izmenah in jih posredovali na Grafano preko izhodnega vozlǐsča HTTP
s statusno kodo 200. Rezultat pripisov je viden na sliki 4.10, kjer so na grafu
vidni mejniki vseh treh izmen.
4.3.3 Uporabnǐski vmesnik
Ob vzpostavitvi komunikacijskega podsistema in zaključni postavitvi grafov
je sistem pripravljen za uporabo. Ko se uporabnik prijavi z imenom in ge-
slom, ga spletna aplikacija postavi na začetno stran Grafane. Postavitev
strani je preprosta, vendar zelo dobro pregledna, saj je pomembno, da ima
uporabnik pred seboj le pomembne dele sistema 4.11.
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Slika 4.11: Začetna stran prijavljenega uporabnika.
Na vrhu imamo pregled nad ploščo, ki nudi dokumentacijo, vodiče in po-
vezavo do foruma, kjer lahko komunicira z razvijalci ali ostalimi uporabniki
Grafane. Pod njim sta postavljeni dve plošči. Na levi strani so razvrščene
tako imenovane vizualizacijske strani (angl. dashboards), na katerih so pred-
stavljene različne vizualizacijske tehnike. Desno od njih pa je spletni dnevnik
(angl. blog), kjer so objavljene najnoveǰse informacije o razvijanju aplikacije.
Slika 4.12: Glava strani za upravljanje dashboarda.
Ko uporabnik izbere želeno ploščo, se mu odpre stran, kjer so predsta-
vljeni grafi na temo plošče. Na vrhu strani se nahaja glava dashboarda, s
katerim spreminjamo njegove lastnosti, ki je prikazana na sliki 4.12. V levem
kotu je spustni meni, s katerim se enostavno premikamo med posameznimi
stranmi. Ob enem lahko tukaj ustvarimo tudi nov dashboard. Desno od
spustnega menija je zvezdica, s katerim lahko označimo dashboard kot prilju-
bljen, ob njej pa je gumb za deljenje dashboarda preko spletne povezave ali pa
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prenesene datoteke JSON. Na drugi strani se nahajajo gumbi za dodajanje
nove plošče (angl. panel), shranjevanje trenutnega dashboarda, spreminjanje
nastavitev dashboarda, ali pa možnostjo celozaslonskega pogleda. Na desni
strani pa so postavljene možnosti za spremembo časovnega razpona na gra-
fih. S spustnim menijem lahko izberemo relativen (zadnjih 30 minut) ali pa
absoluten (Od–do) časovni razpon. Zraven spustnega menija se nahaja lupa,
s katero lahko približamo ali razširimo trenuten časovni razpon. V skraj-
nem desnem kotu pa je funkcija, s katero lahko določimo osveževanje grafov.
Ta je lahko izklopljena in grafe osvežujemo ročno s klikom na temu name-
njen gumb, ali pa nastavimo določen časovni interval, ob katerem se plošče
avtomatsko osvežijo in prikažejo nove podatke.
Na dashboardu je lahko prikazanih več plošč, ki so lahko porazdeljene
poljubno po strani. Spremenimo jim lahko širino in vǐsino ter jih poljubno
premestimo na drugo lokacijo. Grafana ima prilagodljivo razmerje strani,
kar pomeni, da se plošče in celotna stran prilagajajo velikosti odprtega okna.
Vsaka plošča je interaktivna, prav tako pa tudi vsak graf, ki je prikazan na
njej. Če je graf preveč zgoščen, se lahko z mǐsko pomaknemo čez graf in
natančno ugotovimo, v katerem času je prikazana neka vrednost.
Uporabnik lahko spreminja tudi lastnosti posameznih plošč na dashbo-
ardu. Slika 4.13 prikazuje okno, na katerem spreminjamo lastnosti grafov.
V levem spodnjem kotu imamo okno za upravljanje poizvedbe. Tukaj upra-
vljamo izbran vir podatkov in oblikujemo poizvedbe za pridobivanje potreb-
nih podatkov. Na desni strani imamo spustne menije za urejanje različnih
področij na plošči. Zavihek Settings vsebuje osnovne lastnosti, kot sta naslov
in opis plošče. Pod zavihkom Visualization izberemo tip vizualizacije. Tukaj
so tudi razširitve, ki si jih lahko namestimo, za večji nabor grafov. Pod zavih-
kom Display upravljamo s samim izrisom grafa. Ta je lahko linijski, stolpčni,
točkovni, lahko pa nastavimo tudi debelino črt in barvno polnilo grafa. Za-
vihek Series override nam ponuja možnost prepisa določenih vrednosti na
grafu s svojimi poljubnimi vrednostmi. Pod zavihkom Axes spreminjamo
lastnosti x in y osi. Nastavimo jim lahko ime, enoto, število decimalnih
Diplomska naloga 33
mest ter določimo minimalno in maksimalno vrednost. Pod zavihkom Le-
gend upravljamo z lastnostmi legende. Legendo lahko prikažemo ali pa jo
skrijemo, lahko jo predstavimo kot tabelo, premaknemo pa jo lahko tudi pod
ali ob graf. Definiramo lahko tudi vrednost, ki jo legenda prikazuje. Za
prikaz lahko vzamemo minimalno, maksimalno, povprečno, trenutno ali pa
celotno vsoto vrednosti. Pod zavihkom Threshold lahko določimo prag, ki
nam oznanja kritični mejnik med dobrim in slabim stanjem podatkov. Pod
zavihkom Links pa lahko plošči dodelimo povezavo, na katero nas usmeri ob
kliku na gumb. Tukaj lahko uporabimo zunanjo spletno stran za več infor-
macij o grafu, povezavo usmerimo na eno od drugih plošč ali celo dashboard
za bolj podroben prikaz podatkov.
Slika 4.13: Upravljanje lastnosti grafov na plošči.
4.3.4 Predstavitev končnih grafov
Kot rezultat celotnega projekta smo ustvarili 5 dashboardov za nadzor in
upravljanje dela v proizvodnji. Prva stran se imenuje Machines info, ki je
prikazana na sliki 4.14. Na njem so predstavljene plošče, ki služijo kot profil
posameznega stroja. Na njej so podatki tipa table, uporabljen pa je plugin
imenovan Boom summary. S to razširitvijo lahko oblikujemo posamezne
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stolpce v tabeli s pomočjo HTML in CSS postavitvijo. Vsaki vrstici pripada
njegov podatek, ki ga določimo s pomočjo aliasov. Na plošči je prikazano ime
stroja kot naslov plošče, identifikacijska številka, tip stroja, status stroja in
produkcijsko stanje, števec dobrih in slabih izdelkov, identifikacijska številka
delavca ter podatki o produktu.
Slika 4.14: Dashboard, ki prikazuje profile strojev.
Naslednja stran ima naslov Temp machine profile, ki je prikazana na sliki
4.15. Na njej so predstavljeni trije tipi grafov, ki predstavljajo sobno tem-
peraturno, vhodno temperaturo in zračni tlak, ki ga izmeni stroj. Na levi
strani je prikazan navaden linijski graf. Ta prikazuje podatke o temperaturi
in tlaku, izmerjenem v zadnji uri. Ob njem je predstavljen merilec (angl. ga-
uge), na katerem so predstavljene trenutne vrednosti na stroju. Vsak merilec
ima tri mejnike, ki nam povejo, ali je temperatura v normalnem območju (ze-
lena barva), previsokem območju (rumena barva) ali pa v kritičnem območju
(rdeča barva). Na desni strani pa je prikazan graf z razširitvijo imenovano
stat panel. Ta prikazuje trenutno izmerjeno vrednost, v ozadju pa je linijski
graf, ki prikazuje podatke v zadnji uri. Celoten graf pa ima tako kot merilec
določene barve, ki predstavljajo, v katerem območju je izmerjena tempera-
tura.
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Slika 4.15: Dashboard, ki prikazuje informacije o temperaturi.
Naslednja stran imenovana MES machine profile prikazuje informacije o
strojih, ki izdelujejo določen produkt 4.16. Teh strojev je pet in med njimi
se lahko enostavno premikamo s spremenljivko. Ta nam določi ime stroja,
ki je posredovan v poizvedbo. Tako lahko z uporabo globalne spremenljivke
spreminjamo celotno poizvedbo in dobljen rezultat. Poleg stroja lahko vklo-
pimo ali izklopimo prikaz pripisov, ki nam označujejo začetke izmen. Na
vrhu strani je postavljena plošča, na kateri so prikazani števec produktov
v določenem intervalu, števec produktov od začetka izmene in produkcijsko
stanje stroja. Desno od nje je plošča, na kateri je v odstotkih predstavljena
produkcijska učinkovitost stroja. Zraven je z rdečo črtkano črto narisan tudi
mejnik, ki prikazuje spodnjo mejo dobre učinkovitosti stroja. Na sredini
strani so štiri plošče, ki prikazujejo trenutni števec vseh dobrih in slabih iz-
delkov, trenutno produkcijsko učinkovitost in trenutno produkcijsko stanje
stroja. Na dnu pa se nahaja graf z razširitvijo discrete panel ki prikazuje
spreminjanje produkcijskih stanj stroja. Vsako območje je združeno v svojo
barvo, ki predstavlja interval, v katerem je bil stroj v enem on stanj.
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Slika 4.16: Dashboard, ki prikazuje informacije o produkcijskih strojih.
Naslednja stran imenovana MES machine comparing je namenjena pri-
merjavi posameznih atributov med produkcijskimi stroji 4.17. Na ploščah so
prikazani stroji drug ob drugem za lažjo primerjavo med njimi. Prva plošča
prikazuje primerjavo števila produktov, ki so bili izdelani v zadnjih 30 minu-
tah. Na drugi plošči je primerjava med številom produktov, ki so bili izdelani
od začetka trenutne izmene. Na levi spodnji plošči je primerjava produkcij-
ske učinkovitosti posameznega stroja. Na desni spodnji strani pa je v tabeli
prikazana primerjava med trenutnim števcem produktov na strojih.
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Slika 4.17: Dashboard, na katerem primerjamo podatke med stroji.
Na zadnji strani imenovani Production company design pa je narisan načrt
proizvodnje 4.18. Na načrtu so narisani posamezni stroji s svojimi imeni
in podatki. Produkcijski stroji vsebujejo podatke o trenutnem delavcu in
produkcijskem stanju stroja. Stroj, ki izvaja meritve pa prikazuje trenutno
sobno temperaturo in zračni tlak. Podatki na načrtu so prikazani v živo in
se osvežujejo vsakih 5 sekund. Poleg načrta je tudi legenda, ki nam pove, kaj
predstavlja vsak lik na sliki. Predstavljen je vsak podatek na stroju, zraven
pa so vključene tudi elektro omare in vrata. Tako kot pri nekaterih grafih so
tudi tukaj vrednosti obarvane z zeleno, rumeno ali rdečo barvo, odvisno od
območja, v katerem je podatek.
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Slika 4.18: Dashboard z načrtom proizvodnje in živimi podatki na strojih.
Poglavje 5
Sklep
V okviru diplomskega dela smo razvili in predstavili osnove sistema za nadzor
in upravljanje proizvodnje. Uporabili smo orodja in tehnike, ki niso tako
obširno poznane in uporabljene. Razvoj sistema je potekal po načrtu, ki smo
si ga zadali ob začetku naloge. Uspelo nam je prikazati vse funkcije in glavne
dele sistema. Pri izdelavi projekta sem dobil ogromno novega znanja, največ
v programskem jeziku Javascript in poizvedbenem jeziku AQL.
Predstavili smo uporabo nerelacijske podatkovne baze ArangoDB, kjer se
podatki shranjujejo v zbirkah v obliki objektov tipa JSON. Predstavili smo
tudi mikrostoritev Foxx, v kateri smo razvili API, za izvajanje poizvedb in
računanje določenih atributov. S pisanjem vmesnika API sem se srečal prvič
in menim, da mi bo to znanje še dobro koristilo. Poizvedbe v Arangu pǐsemo
v jeziku AQL. Ta ima preprosto sintakso, ki pa je dosti podobna tudi jeziku
SQL. Kljub temu da je podatkovna baza nerelacijska (NoSQL), lahko zbirke
preprosto povezujemo med seboj z ustreznimi poizvedbami.
Bolje smo se spoznali tudi s programskim vmesnikom Node-RED, kjer
smo z različnimi vozlǐsči razvili komunikacijski podsistem. Ta je skrbel za
komunikacijo med podatkovno bazo, ki predstavlja zaledni del sistema (angl.
backend) in Grafano, ki predstavlja sprednji del sistema (angl. frontend).
Programski jezik Javascript, v katerem se oblikuje koda v funkcijskih vo-
zlǐsčih, je dobro poznana na področju programiranja. Tudi sama vozlǐsča in
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njihov namen je natančno predstavljen pri informacijah o vozlǐsču. Predvsem
pa je potrebno pohvaliti skupnost Node-REDa. Pri izdelavi sistema sem tudi
sam nekajkrat opisal svoje probleme na njihovih forumih. Razvijalci in ostali
uporabniki so zelo aktivni in vedno pripravljeni pomagati najti rešitev.
Na koncu smo z uporabo Grafane ustvarili različne tipe grafov za vizua-
lizacijo podatkov v proizvodnji. Testirali smo različne razširitve in funkcije,
ki jih ponuja. Gre za eno najbolj naprednih platform, ki ima odlične vodnike
in postopke za ustvarjanje grafov. Povežeš se lahko s poljubnim virom po-
datkov, od relacijskih in nerelacijskih podatkovnih baz, do spletnih storitev
in meritvenih aplikacij.
5.1 Ideje za nadaljni razvoj
V okviru diplomskega dela smo razvili prototip sistema, ki se je izdelal kot
del projekta v okviru podjetja TechnoSoft. Uporabili smo ga za predstavitev
in delovanje posameznih orodij. Tukaj gre za večji sistem, ki bo služil tudi za
realno uporabo. V prototipu so bile predstavljene le osnove in obdelovanje
podatkov za prikaz na grafih, v podjetju pa se ta prototip širi in razvija v
realen sistem. Verjamem, da nam bo končni sistem uspelo izdelati, kar se da
najbolje in ga na koncu tudi iztržiti.
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