A q-repetition is the concatenation of q copies of a primitive string, where q ≥ 2. Given a string S character by character, the on-line repetition detection problem is to determine whether S contains a qrepetition in an on-line manner. For q = 2, the problem can be solved in O(m log β) time, where m is the ending position of the first 2-repetition and β is the number of distinct characters in the m-th prefix of S. In this paper, we present an on-line algorithm that can detect a q-repetition for q ≥ 3 with the same time complexity.
Introduction
A repetition is the concatenation of two or more copies of a string. Detecting repetitions in a string is a fundamental problem in many areas such as combinatorics [16, 14] , automata and formal language theory [10, 18] , data compression [7] , bioinformatics [9] , etc. Several algorithms that can detect repetitions in a string of length n in O(n log n) time can be found in the literature [1, 3, 4, 5, 15, 19] .
A string is primitive if it is not a repetition. A q-repetition is the concatenation of q copies of a primitive string, where q ≥ 2. The on-line repetition detection problem, which is the on-line version of the repetition detection problem, reads the input string S character by character and detects a q-repetition as soon as it is completely read.
Let S[i] denote the i-th character of a string S and S[i..j] denote the substring of S from the i-th character to the j-th character, where i ≤ j. If i > j, S[i..j] is considered empty. Let |S| denote the length of S. Suppose that S[i..m] is the first q-repetition in S (m = |S|, if there is no q-repetition contained in S).
Leung, Peng and Ting [13] first solved the on-line repetition detection problem for q = 2 with O(m log 2 m) time. Later, Chen, Hong and Lu [2] improved the time complexity to O(m log β), where β is the number of distinct characters in S [1..m] . In this paper, we further solve the problem for q ≥ 3 with the same time complexity.
Preliminaries
In this section, some definitions, notations and lemmas are introduced, which will be used in the proposed algorithm. Therefore,
The following lemma can be proved similarly. 
Lemma 6. Suppose that π(S[(n
− 2p i + 1)..n]) = p i for 1 ≤ i ≤ t, where p 1 < p 2 < · · · < p t and n ≥ 2p t . Then, p 1 + p 2 + · · · + p t < 3 2 × n.
Longest Common Prefix and Longest Common Suffix
The processing for S [1] needs only to set 
f -Factorization
Let XY denote the concatenation of two strings X and Y . Suppose that 
By the aid of Ukkonen's on-line suffix tree construction algorithm [20] , it is easy to obtain all f -factorizations of S[ 
The Algorithm
The algorithm reads S [1] [1. .i] contains a q-repetition or not. If it exists, then the algorithm reports it. The algorithm halts when a q-repetition is detected or the entire S has been read. In the rest of this section, the execution of the i-th iteration (i.e., the execution for S [i] ) of the algorithm is elaborated.
The execution for S [1] is to set 
It is classified into one of the following four types.
In the following, an O(|F k−1 |)-time preprocessing is first described. Then, the detection of a q-repetition is detailed, according to the four types.
Preprocessing
The preprocessing is performed when the leading character of F k is read (i.e., when i = b k ). The purpose of the preprocessing is to compute sets P
) means that there is a possible type-A (type-B) q-repetition of length p × q that ends at the j-th position, considering
. The preprocessing consists of the following three steps.
Step P1:
, where C is an array.
Step P2: Set P A j and P B j to be empty, where
In order to verify the correctness of Step P3, it suffices to show that
First, the case of P
where |W | = j. Refer to Figure 1 , where a type-A 4-repetition is shown and
Conversely, suppose that there is a string W of length j, where 
Then, the case of P Figure 2 for an example of a type-B 4-repetition. The proof is very similar to the proof for P A b k −1+p×q−λ , and so omitted.
The time requirement of the preprocessing is analyzed below. Since 
The following lemma results.
Lemma 10. The preprocessing, which constructs P
A j and P B j for all b k ≤ j < b k + 2 × |F k−1 |, takes O(|F k−1 |) time.
Detection of a Type-A q-repetition
It is not difficult to see the following lemma from the discussion above.
Lemma 11. S[(i − p × q + 1)..i] is a type-A q-repetition if and only if p ∈ P

A i and p is a period length of S[(b k − p)..i].
According to Lemma 1 and Lemma 11, there is a type-A q-repetition ending at
. Consequently, detecting a type-A q-repetition can be accomplished as follows.
Step A1:
1111 011111
W :
)] is a 2-repetition and π(S[(b k −2p)..(b
k −1)]) = p. Since |S[b k−1 ..(b k −1)]| ≥ λ ≥ p×(q−1) ≥ 2p, S[(b k −2p)..(b k −1)] is a suffix of F k−1 (= S[b k−1 ..(b k −1
)]). According to Lemma 6, we have
That is, detecting a type-A q-repetition whose ending character belongs to
Lemma 12. Detecting a type-A q-repetition whose ending character belongs to
F k takes O(|F k−1 |) time.
Detection of a Type-B q-repetition
The following lemma can be proved similar to Lemma 11.
Lemma 13. S[(i − p × q + 1)..i] is a type-B q-repetition if and only if p ∈ P B i and p is a period length of S[(b k − p)..i].
According to the preprocessing (Step P3), if p ∈ P
B i , then p < |S[b k ..i]| < 2p.
Similarly, by Lemma 1 and Lemma 13, there is a type-B q-repetition ending at S[i] if and only if S[(b
. It is not difficult to see that the latter holds if and only if the following two conditions hold for some p ∈ P
, which is a prefix of F k , is a suffix of F k−1 . Let f j be the ending position of the leftmost occurrence of (2) hold for some p ∈ P B i . Detecting a type-B q-repetition can be accomplished as follows.
Consequently, there is a type-B q-repetition ending at S[i] if and only if
Step B1: Compute f i and store the value of f i in D [i] , where D is an array.
Step B2: 
It takes total O(|F
In fact, it is not necessary for us to perform the preprocessing phase, because by Lemma 1, each entry of M can be determined in constant time provided 
.i]|)-time processing was made for S[b
, |X| − 1 character comparisons can be saved in the searching phase. The number of character comparisons needed for computing f i is at most 2d
The time complexity for Step B1 to compute f j for all
On the other hand, it takes total O(|F k−1 |) time for Step B2 to process sets P B j for all b k ≤ j ≤ i, as explained below. The value of f b k +p−1 was computed 00000 11111 000000 111111 
Lemma 14. Detecting a type-B q-repetition whose ending character belongs to
F k takes O(|F k−1 | + |F k |) time.
Detection of a type-C q-repetition
Refer to Figure 3 , where a type-C 4-repetition is shown, and it is not difficult to see the following lemma.
Lemma 15. S[(i − p × q + 1)..i] is a type-C q-repetition if and only if
According to Lemma 15, detecting a type-C q-repetition can be accomplished as follows.
Step
) and E is an array.
Step C2:
Step 
which can be determined with at most p character comparisons. There is a method to calculate * suf (S :
, where b k ≤ j ≤ i. By Lemma 5, the total number of character comparisons needed for Step C1 to calculate *
For the execution of Step C2, we only need to explain how * suf (S : 
Lemma 16. Detecting a type-C q-repetition whose ending character belongs to
F k takes O(|F k |) time.
Detection of a Type-D q-repetition
Since no type-D q-repetition ends in F 1 and F 2 , we assume k ≥ 3. Throughout this section, we consider *
Lemma 17. S[(i − p × q + 1)..i] is a type-D q-repetition if and only if
The proof of Lemma 17 is omitted for brevity. Let g j = * 
. Consequently, detecting a type-D q-repetition can be accomplished as follows.
Step D1:
, and store the value of g j in G [j] , where G is an array.
Lemma 18. Detecting a type-D q-repetition whose ending character belongs to
Time Complexity
Suppose that there is a q-repetition whose ending character is S [m] . If no qrepetition occurs, then let m = |S|. We further assume that S[m] belongs to F k , where k ≥ 2. According to Lemma 10, the preprocessing takes total 
Concluding Remarks
There were several off-line algorithms that could detect repetitions in S in O(|S| log α) time, where α is the number of distinct characters in S. In this paper, we investigated some properties of repetitions and then presented an on-line O(m log β)-time algorithm for detecting a q-repetition, where q ≥ 3. The detection of a 2-repetition, which also takes O(m log β) time, can be found in [2] .
One natural problem is how to further reduce the time complexity of detecting a q-repetition. Another interesting problem is to find all repetitions in an on-line manner.
