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Abstrakt
Cílem této práce je vytvorˇení aplikace pro tvorbu webových animací, založené na stan-
dardu HTML5. Prˇi návrhu a implementaci aplikace jsou využity vybrané HTML5 tech-
nologie, jako CSS3, SVG nebo canvas. První cˇást této práce popisuje stávající aplikace, rˇe-
šící tvorbu webových animací. Druhá cˇást prˇedstavuje samotný HTML5 standard a jeho
vybrané technologie, které byly prakticky využity v této práci. Trˇetí cˇást se veˇnuje samot-
nému návrhu a implementaci aplikace. Záveˇrecˇná cˇást popisuje výsledky uživatelského
testování a výkonnostního testování, provedeného nad vytvárˇenou animací.
Klícˇová slova: HTML5, CSS3, SVG, TypeScript, webové animace, autorský nástroj, klí-
cˇové snímky, transformace, prˇechody, uživatelské testování
Abstract
The main goal of this thesis is to create web animation authoring tool based on HTML5
standard. Selected technologies of HTML5 are used for design and implementation of
tool, such as CSS3, SVG or canvas. The first part of this thesis describes existing tools that
are used to create web animations. The second part introduces HTML5 standard itself
and selected technologies of HTML5 practically used in this thesis. The third part deals
with design and implementation of authoring tool. The last part describes results of user
experience testing and performance testing of created animation.
Keywords: HTML5, CSS3, SVG, TypeScript, web animation, authoring tool, keyframes,
Transforms, Transitions, user experience
Seznam použitých zkratek a symbolu˚
API – Application Programming Interface
CSS – Cascading Style Sheets
CSS3 – Cascading Style Sheets Level 3
FPS – Frames per second
GIF – Graphics Interchange Format
HSL – hue - saturation - lightness
HSLA – hue - saturation - lightness - alpha
HTML – HyperText Markup Language




PNG – Portable Network Graphics
RGB – red - blue - green
RGBA – red - blue - green - alpha
SVG – Scalable Vector Graphics
UX – User Experience
XHTML – Extensible HyperText Markup Language
XML – Extensible Markup Language
W3C – World Wide Web Consortium
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51 Úvod
V roce 1994 Håkon Wium Lie publikoval koncept popisující CSS. Kaskádové styly meˇly
oddeˇlit vzhled dokumentu od jeho obsahu a struktury. HTML definovalo strukturu do-
kumentu - nadpisy, odstavce, obrázky a jiné elementy. CSS rˇešilo, jak se daný element
zobrazoval uživateli. Pu˚vodní verze CSS a CSS verze 2 byly navrženy pro formátování
vzhledu statického obsahu. Pro zmeˇnu vlastnosti elementu z jednoho stavu do druhého
bylo nutné sáhnout pro jiné technologie, nejcˇasteˇji JavaScript nebo Flash.
Smeˇr vývoje udávalo mimo jiné i použití reklam na webu. První reklamní proužky
se objevovaly již v 90. letech v podobeˇ statických a pozdeˇji animovaných GIF souboru˚.
Postupneˇ byla požadovaná veˇtší interaktivita, a proto se zacˇaly používat výše zmíneˇné
technologie. Velkou popularitu meˇl Flash, který je v dnešní dobeˇ vytlacˇován CSS verze 3,
která podporuje animace. Ve spojení s HTML5 dál poskytuje nové technologie pro vývoj
moderních a interaktivních webových aplikací.
Cílem této práce bude popsat dostupné CSS3 a HTML5 technologie, zejména tech-
nologie zameˇrˇené na grafiku a animaci, a implementovat webovou aplikaci pro jedno-
duchou tvorbu animací. První cˇást práce bude veˇnovaná popisu již dostupných rˇešení,
které mohou být v soucˇasné dobeˇ využity ke tvorbeˇ animací. V této cˇásti budou dál po-
psány využité technologie. Bude popsán samotný HTML5 standard, element <canvas>,
CSS animace, CSS transformace a SVG formát, který umožnˇuje vkládat do stránek vek-
torovou grafiku. Druhá cˇást práce bude popisovat návrh a implementaci aplikace pro
tvorbu webových animací. Soucˇástí této cˇásti budou i výsledky uživatelského testování
a výkonnostního testování.
62 Existující rˇešení pro tvorbu webových animací
Pro vytvárˇení webových animací s použitím CSS Keyframes dnes existuje mnoho nástroju˚,
které lze rozdeˇlit do dvou kategorií. První kategorií jsou desktopové aplikace, vyžadující
instalaci na pocˇítacˇ. Tyto aplikace jsou složiteˇjší a nabízející mnoho ru˚zných nástroju˚.
Typickým použitím teˇchto aplikací je tvorba animovaných a interaktivních banneru˚. Jako
prˇíklad desktopových aplikací lze uvést Adobe Flash Professional nebo Google Web
Designer. Druhou kategorií jsou online nástroje spustitelné v prohlížecˇi. Žádný z online
nástroju˚ neposkytuje široké možnosti desktopových aplikací a tyto nástroje jsou, až na
pár výjimek, urcˇeny pro tvorbu jednoduché animace jednoho objektu. Mezi výjimky patrˇí
úzce zameˇrˇený BannerFlow urcˇený pro tvorbu banneru˚.
2.1 Adobe Flash Professional
Flash Professional od spolecˇnosti Adobe Systems Inc. v aktuální verzi CC 2014.1(Crea-
tive Cloud) slouží k vytvárˇení animací a multimediálního obsahu. Pu˚vodní zameˇrˇení této
aplikace bylo vytvárˇení aplikací ve Flashi pomocí objektoveˇ orientovaného programova-
cího jazyka Action Script, který je soucˇástí Adobe Flash. S prˇíchodem verze CS6 v roce
2012 prˇichází možnost vytvárˇet animace a webové aplikace (naprˇíklad i hry) v HTML5
standardu.
Pomocí cˇasové osy, pracovní plochy a dostupných nástroju˚ lze vytvorˇit animovaný
obsah a výstupem bude práveˇ HTML5 dokument. Program se postará o prˇevedení již
vytvorˇené aplikace do HTML a JavaScriptu. Výsledkem je spustitelný soubor typu html
s elementem <canvas>, který obsahuje všechny animované objekty.
2.2 Adobe Edge Animate
Adobe Edge Animate je další z produktu˚ spolecˇnosti Adobe, umožnˇující vytvárˇet inter-
aktivní animace v HTML, kompatibilní se všemi desktopovými i mobilními prohlížecˇi.
Aplikace patrˇí do skupiny CC (Creative Cloud, v aktuální verzi 2014.1) a je to, stejneˇ jako
Adobe Flash Professional, komercˇní software.
Výstupem aplikace je, na rozdíl od Adobe Flash Professional, plnohodnotný HTML
obsah. Je možné vkládat naprˇíklad elementy <div>, <img> nebo <svg> a ve stejné podobeˇ
se tyto elementy zobrazí i ve výsledné animaci. Oproti tomu Adobe Flash Professional
generuje jeden canvas. Prostrˇedí aplikace poskytuje standardní prvky pro tvorbu interak-
tivního HTML obsahu – panel nástroju˚ a panel CSS vlastností, pracovní plochu a cˇasovou
osu.
Aplikace po vytvorˇení projektu vygeneruje JavaScript soubor, který ovládá celou ani-
maci a obsluhuje prˇípadné události. Skript meˇní hodnoty CSS transformací daného ele-
mentu a tím se vytvorˇí efekt animace. Velkou výhodou Edge Animate je animování
neˇkolika CSS vlastností oddeˇleneˇ, nezávisle na jiných. Je tak možné naprˇíklad animo-
vat pohyb objektu v délce dvou sekund a pru˚hlednost z hodnoty 1 na hodnotu 0,5 v
délce jedné sekundy. Navíc je nastavení animace prˇehledneˇ zobrazeno na cˇasové ose,
kde každá vlastnost je uvedena na samostatném rˇádku s prˇehledem klícˇových snímku˚.
7Další výhodou této aplikace je možnost nastavení CSS filtru˚ pomocí vlastnosti filter.
Filtr alpha nastaví pru˚hlednost prvku. Mezi další filtry, které lze nastavit patrˇí rozmazání
prvku, kontrast, saturace a odstíny šedi.
2.3 Google Web Designer
Google Web Designer je desktopová aplikace od spolecˇnosti Google, uvolneˇna v roce
2013. Slouží k pokrocˇilé tvorbeˇ animací v HTML5. Google tuto aplikaci, beˇžící na sys-
témech Windows, OS X a Linux, prezentuje jako webovou aplikaci vytvorˇenou pomocí
technologie HTML5 , která umožnˇuje návrh a vytvárˇení reklam HTML5 a jiného webo-
vého obsahu pomocí integrovaného vizuálního a kódového rozhraní [1]. Je tedy vhodný
k vytvárˇení banneru˚. Ješteˇ nedávno byly interaktivní a animované reklamy vytvárˇeny
pomocí technologie Flash, vyžadující zásuvný modul prohlížecˇe. Flash reklamy se ne-
zobrazovaly v mobilních zarˇízeních a tabletech. I dnes se Flash obsah pomeˇrneˇ cˇasto na
stránkách vyskytuje. Potrˇeba zobrazovat obsah na ru˚zných typech zobrazovacích zarˇí-
zení vedla k využití nových technologií, zejména CSS3 Keyframes. Samozrˇejmeˇ je možné
vytvárˇet i jiný webový grafický obsah. Aplikace je k dispozici ke stažení zdarma.
Práce s aplikací je jednoduchá a intuitivní. K dispozici je interaktivní i kódové roz-
hraní. Rozhraní je typické pro aplikace podobného typu a zameˇrˇení. Velkou cˇást tvorˇí
pracovní prostor, který má neˇkolik režimu˚. V režimu návrhu se na ploše nacházejí vi-
zualizace objektu˚ ve stejné podobeˇ, v jaké se budou zobrazovat v prohlížecˇi. V režimu
kódu je zobrazen kód popisující tyto objekty, který lze editovat. Na levé straneˇ je panel
nástroju˚, který umožnˇuje vkládání obsahu a manipulaci s elementy. Je možné vložit text,
HTML znacˇky a grafiku založenou na elementu <canvas>.
Na pravé straneˇ se nachází panel pro editaci vlastností. Obsahuje panely Barva, Vlast-
nosti, Komponenty, Události a CSS. Komponenty jsou prˇedem vytvorˇené moduly pro prˇímé
specifické využití (naprˇíklad vložení posuvné galerie nebo mapy). Panel Vlastnosti umož-
nˇuje zmeˇnu CSS vlastností elementu. Prˇímá editace stylu˚ je možná v panelu CSS. Udá-
losti slouží k zachycení urcˇité akce uživatele a provedení požadované zmeˇny. Naprˇíklad
uživatel mu˚že kliknout na tlacˇítko a tím se spustí animace.
Dolní cˇást obsahuje cˇasovou osu, která slouží k vytvárˇení jednotlivých klícˇových
snímku˚ – keyframes, které popisují vlastnosti daného elementu v urcˇitém cˇase.
2.4 Online nástroje
Pro uživatelsky prˇíveˇtivou definici klícˇových snímku˚ existuje neprˇeberné množství webo-
vých nástroju˚ dostupných on-line. Výhodou je, že se nemusí nic instalovat, a tak je oka-
mžiteˇ k dispozici nástroj, který zvládne základní animace. Nevýhodou je u neˇkterých
nástroju˚ prˇílišná jednoduchost a tyto nástroje se hodí spíše k základnímu vyzkoušení a
demonstraci ru˚zných typu˚ animací. Výstupem je HTML a CSS kód s klícˇovými snímky.
82.4.1 Stylie
Nástroj [2] slouží k demonstraci animace pozice, rotace a velikosti objektu. Je možné vy-
tvárˇet a mazat jednotlivé klícˇové snímky a meˇnit pozici objektu v jednotlivých snímcích
pohybem po plátneˇ. Pomocí jednoduchého rozhraní lze meˇnit jak pozici, tak i velikost
objektu pomocí funkce scale() a 3D rotaci. Aplikace nemá klasickou cˇasovou osu, dispo-
nuje pouze výcˇtem klícˇových snímku˚. Dobu trvání animace je možné ovládat editováním
textového pole. Na plátneˇ lze videˇt pru˚beˇh animace a lze ji pozastavovat a posouvat. Vý-
sledkem je vygenerovaný CSS kód s jednotlivými klícˇovými snímky.
2.4.2 CSS Animate
CSS Animate [3] je již pokrocˇilejší nástroj pro vytvárˇení animací. Poskytuje jednoduchou
cˇasovou osu s vyznacˇenými klícˇovými snímky, které lze prˇetahovat a meˇnit tím dobu tr-
vání animace. Jako u prˇedešlého nástroje, i tady je možné animovat pouze jeden objekt,
který nelze meˇnit a tak je tento nástroj vhodný spíše k demonstraci ru˚zných animací a
k rychlému vytvorˇení jednoduché animace. Lze animovat pozici, rotaci, zkosení a pru˚-
hlednost objektu. Výsledkem je opeˇt vygenerovaný HTML a CSS kód.
2.4.3 BannerFlow
BannerFlow [4] je na rozdíl od prˇedešlých nástroju˚ propracovaneˇjší, komercˇní a má úzké
zameˇrˇení - je urcˇen pro tvorbu bannerových reklam. Na plátno lze vkládat libovolný
pocˇet objektu˚, jako jsou obrázky, textová pole a tlacˇítka. CSS vlastnosti objektu˚ se meˇní
pomocí ovládacího panelu. V dolní cˇásti se nachází cˇasová osa, na které jsou vyznacˇené
jednotlivé objekty v podobeˇ pruhu˚, které oznacˇují dobu trvání animace. Prˇeddefinováno
je neˇkolik animovaných prˇechodu˚ typických pro pohyblivé bannery – zmeˇna velikosti
objektu˚ a prˇilétání objektu˚ z ru˚zných stran. Zmeˇnou pozice, velikosti, pru˚hlednosti a
rotace je možné vytvorˇit vlastní definice prˇechodu˚. Výsledkem je vygenerovaný banner
v HTML s klícˇovými snímky v CSS stylu.
93 HTML5
HTML5 je aktuální verze znacˇkovacího jazyka HTML vytvorˇená mezinárodním konsor-
ciem World Wide Web Consortium (W3C). Oproti prˇedchozí verzi HTML 4.01 prˇináší
zásadní zmeˇny a poskytuje moderní technologie pro vývoj webových aplikací. Vývoj
verze 5 zapocˇal kolem roku 2007, kdy byla založena pracovní skupina, mající za úkol vy-
tvorˇit novou verzi HTML, a to na úkor XHTML. XHTML neprˇidaly oproti HTML 4.01 v
podstateˇ žádnou novou funkcˇnost, noveˇ chystaná verze byla dokonce nekompatibilní s
prˇedchozími verzemi jazyka HTML. Proto byl vývoj zameˇrˇen práveˇ na HTML5. Finální
specifikaci vydalo konsorcium W3C 28. rˇíjna 2014 [5].
Velká cˇást technologií standardu HTML5 je v soucˇasné dobeˇ podporována nejzná-
meˇjšími prohlížecˇi v aktuální verzi - Internet Explorer, Mozilla Firefox a Google Chrome.
Naprˇíklad nahrávání více souboru˚ najednou je podporováno ve všech vyjmenovaných
prohlížecˇích. Dalším prˇíkladem je databáze v prohlížecˇi IndexedDB, která je podporo-
vána v prohlížecˇích Firefox, Chrome a cˇástecˇneˇ v prohlížecˇi Internet Explorer [6]. Tech-
nologie HTML5 lze tedy bez veˇtších problému˚ používat již dnes.
Pro webovou aplikaci zameˇrˇenou na grafiku a animaci lze využít neˇkolik technologií,
které nová verze HTML poskytuje. Existují jak technologie prˇímo pro práci s grafikou,
tak i jiné, vhodné pro jakoukoliv moderní webovou aplikaci. Plnohodnotné aplikace vy-
užívají pro svu˚j chod ru˚zné technologie, jako naprˇíklad ukládání dat do databáze v pro-
hlížecˇi, práce s uživatelskými soubory, práce s binárními daty a další jiné technologie.
Jednotlivé prohlížecˇe proto poskytují ru˚zná API. Je tak možné využít naprˇíklad vkládání
multimediálního obsahu nebo kreslení pomocí JavaScriptu do elementu <canvas>. Pro-
hlížecˇe dále poskytují API pro manipulaci s databázovým úložišteˇm prˇímo v prohlížecˇi.
Je možné využít lokální úložišteˇ Web Storage k ukládání jednoduchých dat ve formeˇ klícˇ
– hodnota. Ukládat složiteˇjší struktury je možné pomocí technologií Web Database nebo
IndexedDB. Pro webové aplikace je v neposlední rˇadeˇ hodneˇ využívaná Offline technolo-
gie, zajišt’ující fungování aplikace i bez internetového prˇipojení. Pro cˇtení a práci s uživa-
telskými soubory prˇímo v JavaScriptu se využívá File API. Pro nahrávání jednoduchým
prˇetažením souboru˚ do okna aplikace v prohlížecˇi slouží technologie Drag and Drop.
3.1 Multimediální obsah
V prˇedchozích verzích HTML bylo nutné pro prˇehrání videa nebo zvuku použít zásuvný
modul v prohlížecˇi. Jako nejznámeˇjší plugin pro prˇehrávání videa lze uvést Adobe Flash.
Dnes je však Flash na ústupu a HTML5 poskytuje pro vkládání multimediálního obsahu
párové tagy <video> a <audio>.
<video width="300" height="200" controls>
<source src="video.mp4" type="video/mp4">
<source src="video.ogg" type="video/ogg">
Vas prohlizec nepodporuje vkladani videa.
</video>
Výpis 1: Prˇíklad vložení videa pomocí tagu <video>
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Výpis kódu 2 demonstruje vložení videa na stránku o dané velikosti s výchozími
ovládacími prvky. Prostý text uvnitrˇ tagu <video> se zobrazí jen tehdy, když prohlížecˇ
nepodporuje tento tag. V ukázce je možné videˇt atributy width a height, které slouží k
zadání šírˇky a výšky videa. Tyto atributy by meˇly být uvedeny vždy. Atribut controls
zobrazí ve videu prvky pro ovládání videa. Tag <source> slouží k vložení video souboru.
Je možné prˇidat i neˇkolik zdroju˚ s ru˚znými typy formátu videa. Další možností je vložit
video pomocí atributu src. Tímto zpu˚sobem je možné vložit jen jeden formát videa.
Tag <video> má neˇkolik dalších atributu˚. Atribut autoplay zajistí spušteˇní videa ihned
po nacˇtení, loop zajistí, že video se bude prˇehrávat ve smycˇce a poster specifikuje URL
obrázku, který se zobrazí namísto videa v dobeˇ, kde se video nacˇítá.
Všechny známé prohlížecˇe v nejnoveˇjší verzi podporují vkládání videa1, problémem
jsou ru˚zné formáty videa. Neexistuje jeden formát, který by fungoval ve všech prohlíže-
cˇích. Všechny soucˇasné prohlížecˇe (vcˇetneˇ mobilních prohlížecˇu˚) lze pokrýt pomocí dvou
formátu˚ – WebM (kodek VP8 pro video, Vorbis pro audio) a MP4 (kodek H.264 pro video,
AAC pro audio).
Audio soubor je možné vložit použitím tagu <audio>. Kromeˇ atributu˚ width, height a




Vas prohlizec nepodporuje audio.
</audio>
Výpis 2: Prˇíklad vložení audio souboru pomocí tagu <audio>
3.2 Canvas
Element <canvas> je párový tag, který vymezuje prostor pro kreslení bitmapové grafiky
pomocí JavaScriptu. Velikost plátna je definována šírˇkou width a výškou height. Kreslící
plátno má podobu obdélníku. Ve výpisu 3 je vytvorˇeno plátno o velikosti 200x100.
<canvas id="myCanvas" width="200" height="100"></canvas>
Výpis 3: Vytvorˇení plátna pomocí tagu <canvas>
Canvas má neˇkolik metod pro vykreslení cˇar, obdélníku˚, kruhu˚ a textu. Do plátna lze
vkládat i obrázky. Aby mohlo být možné pomocí JavaScriptu vytvárˇet grafické objekty,
musí se nejdrˇíve získat context – kreslící prostrˇedí, ve kterém bude probíhat samotné
vykreslování [8]. Ukázka získání contextu je uvedena ve výpisu 4.
3.2.1 Kreslení obdélníku˚
Prˇed samotným kreslením se nastaví barva výplneˇ pomocí atributu fillStyle. Standardní
barva prˇed nastavením je cˇerná (#000000). Výplnˇ lze specifikovat barvou, prˇechodem
1Pod pojmem známé prohlížecˇe uvádím trˇi nejpoužívaneˇjší prohlížecˇe v soucˇasneˇ dobeˇ - Google Chrome,
Internet Explorer a Mozilla Firefox [7].
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nebo prˇedem definovaným vzorem. Metoda fillRect (x, y, width, height) zajistí vykreslení
obdélníku na sourˇadnicích x, y o dané šírˇce width a výšce height. Plátno je dvojrozmeˇrná
mrˇížka a sourˇadnice (0, 0) prˇedstavují horní levý roh plátna.
3.2.2 Kreslení cest
Ke kreslení rovných cˇar se používají metody moveTo(x, y) a lineTo(x, y). Metoda moveTo(x, y)
slouží k prˇesunutí pomyslného ukazatele na sourˇadnici definovanou parametry x a y.
Funkce této metody je možné si prˇedstavit jako zvednutí pera a posunutí na danou po-
zici. Metoda lineTo(x, y) slouží k nakreslení cˇáry od soucˇasné pozice do požadované po-
zice. Po zavolání teˇchto metod se zatím nic nevykreslí. K zobrazení nadefinované cesty
slouží metoda stroke() . Prˇed zavoláním této metody je možné nastavit barvu cˇáry pomocí
atributu strokeStyle. Šírˇka cˇáry se nastavuje atributem lineWidth. Je-li požadavkem od-
deˇlit ru˚zné styly cˇar, zavolá se metoda beginPath() a vytvorˇí se nová cesta, které se nastaví
nové parametry, jako je barva a šírˇka. Ukázka práce s cestami je uvedena ve výpisu 4.
var canvas = document.getElementById("myCanvas");




ctx .stroke() ; // Vykresli nadefinovanou cestu





Výpis 4: Získání kreslícího prostrˇedí - context a ukázka kreslení cesty
Kromeˇ metody stroke() existuje i metoda fill () , která nejdrˇíve uzavrˇe cestu a poté
vyplní daný tvar definovanou barvou. Další používaná metoda closePath() zkouší uzavrˇít
tvar vykreslením prˇímky z aktuálního bodu k bodu prˇedstavující pocˇátek.
Kreslení prˇímky není jediný zpu˚sob definování cest. Pro složiteˇjší tvary slouží me-
toda bezierCurveTo(cp1x, cp1y, cp2x, cp2y, x, y), která vykreslí zaoblené cˇáry pomocí rˇídí-
cích bodu˚. Parametry x a y jsou sourˇadnice konecˇného bodu, cp1x a cp1y jsou sourˇadnice
prvního rˇídícího bodu dvojice parametru˚ cp2x, cp2y jsou sourˇadnice druhého rˇídícího
bodu.
3.2.3 Kreslení kružnic
Metoda arc(x, y, radius, pocatecniUhel, konecnyUhel, protiSmeruHodinovychRucicek) se po-
užívá ke kreslení oblouku˚ a kružnic. Parametry x, y prˇedstavují sourˇadnice strˇedu kruž-
nice, parametr polomer udává polomeˇr kružnice, parametry pocatecniUhel a konecny-
Uhel udávají pocˇátecˇní úhel a koncový úhel a nepovinný parametr protiSmeruHodino-
vychRucicek urcˇuje smeˇr vykreslení kružnice.
Technologie canvas umožnˇuje vykreslit i jiné objekty. Vykreslit text je možné zavo-
láním metody fillText ( text , x, y). Font textu lze nastavit atributem font. Obrázek se
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na plátno vkládá zavoláním metody drawImage(img, x, y). Jak již bylo zmíneˇno, objekt
lze vyplnit barvou i prˇechodem. Atribut fillStyle prˇijímá prˇechod vytvorˇený metodou
createLinearGradient(x0, y0, x1, y1). Prˇechod je vykreslený podél úsecˇky z bodu (x0, y0)
do bodu (x1, y1). Metoda addColorStop() slouží k definování barev prˇechodu. První pa-
rametr znacˇí milník a druhým parametrem se nastaví barva milníku. Ukázka definice
prˇechodu je uvedena ve výpisu 9.
var gradient = context.createLinearGradient(0, 0, 0, 225);
gradient.addColorStop(0, "black");
gradient.addColorStop(1, "white");
context. fillStyle = gradient;
context. fillRect (0, 0, 300, 225);
Výpis 5: Vyplneˇní objektu vytvorˇeného v canvasu prˇechodem
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4 CSS3
Trˇetí verze CSS (Cascading Style Sheets) patrˇí spolu s HTML5 k jednoznacˇným tren-
du˚m soucˇasnosti. CSS3 je cˇasto mylneˇ zahrnováno do rodiny HTML5 i proto, že je s ním
úzce spjatý. Dnes se kombinace HTML5 a CSS3 používá v každé moderní webové apli-
kaci. Vývoj trˇetí verze zapocˇal v roce 2005 a dodnes se vyvíjí. Specifikace CSS3 se deˇlí do
modulu˚, ke kterým se prˇistupuje jednotliveˇ a jeden modul mu˚že být dokoncˇen a imple-
mentován jako samostatný prvek. I když finální specifikace CSS3 ješteˇ nebyla vydána,
je v dnešní dobeˇ podpora prohlížecˇu˚ na velmi dobré úrovni. Z velké cˇásti má na to vliv
práveˇ již zminˇované rozdeˇlení vývoje do modulu˚. Výrobci prohlížecˇu˚ prˇidávají podporu
ru˚zných modulu˚ postupneˇ a tyto moduly nemusí být ani finální. Specifikace modulu˚
se mu˚že zmeˇnit, a tak výrobci prohlížecˇu˚ používají vendor prefixes. Jedná se prˇedponu
u CSS vlastnosti, která rˇíká, že prohlížecˇ implementuje zkušební, prototypovou verzi.
Jestliže se specifikace zmeˇní, výrobci prohlížecˇu˚ ji implementují již do finální verze CSS
vlastnosti bez prefixu. Je možné se setkat s prefixy -webkit, -moz, -ms, -o.
4.1 Vlastnosti zameˇrˇené na grafiku a animaci
Z hlediska animací a grafiky na webu má CSS3 neˇkolik velmi užitecˇných modulu˚, které
prˇinášejí naprˇíklad kulaté rohy, prˇechody nebo stíny u textu˚ a elementu˚. K zadání barvy
se složkou pru˚hlednosti je možné využít barevný model RGBA. CSS3 umožnˇuje vytvá-
rˇení animací bez využití JavaScriptu a i v mnoha dalších oblastech mu˚že verze 3 úplneˇ
nahradit JavaScript. Dobrým prˇíkladem je nahrazení jQuery metody animate() modulem
Transitions, který umožní animovat prˇechod mezi stavy objektu.
4.1.1 Zaoblené rohy
CSS3 vlastnost border-radius specifikuje zaoblené hrany elementu. Je tak možné docílit
vykreslení kulatých a elipsovitých hran objektu˚. Hodnota prˇedstavuje polomeˇr zakula-
cení a je možné ji zadávat v pixelech px nebo v procentech %. V prˇíkladu 6 je na prvním
rˇádku nastaveno zakulacení s polomeˇrem 10px pro každý roh a na druhém rˇádku je na-
staveno zaoblení pro každý roh zvlášt’. První hodnota udává levý horní roh a postupuje
se po smeˇru hodinových rucˇicˇek.
border−radius: 10px;
border−radius: 15% 15% 0 0;
Výpis 6: Prˇíklad použití border-radius
Vlastnost border-radius je zkratka k vlastnostem border-top-left-radius, border-top-
right-radius, border-bottom-right-radius a border-botom-left-radius, které specifikují
zaoblení pro každý roh samostatneˇ.
Další možný tvar zápisu je border−radius: 5px 10px 5px 10px / 10px 5px 10px 5px, který
zajistí zakulacení ve tvaru elipsy, kde první 4 hodnoty definují horizontální polomeˇr
elipsy všech 4 rohu˚ a hodnoty za lomítkem definují vertikální polomeˇr elipsy všech 4
rohu˚.
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V soucˇasné dobeˇ podporují vlastnost border-radius všechny známé prohlížecˇe v ak-
tuální verzi a to bez prefixu˚.
4.1.2 Stíny
Pro nastavení stínu elementu slouží vlastnost box-shadow. Stín u textu se vytvorˇí pomocí
vlastnosti text-shadow. Vlastnost box-shadow mu˚že mít neˇkolik variant a jeho syntaxe je
složiteˇjší: box−shadow: (inset)h_posun v_posun (rozostreni)(roztazeni) barva, ( dalsi_stin )
Nejjednodušší stín se vytvorˇí uvedením povinných parametru˚ - horizontální a verti-
kální posun, které definují posun stínu od objektu, a barva, která definuje barvu stínu.
Tady se hodí definovat barvu ve tvaru RGBA s nastavením pru˚hlednosti tak, aby stín
vypadal realisticky. Ukázka stínu je uvedena ve výpisu 7.
box−shadow: 5px 5px rgba(0,0,0,0.3);
Výpis 7: Prˇíklad použití box-shadow
Mezi nepovinné vlastnosti patrˇí rozostrˇení, které udává, jak bude stín rozostrˇen a v
jakém místeˇ bude prˇecházet stín do ztracena. Uvedením vlastnosti roztažení se nastavuje
roztažení stínu do stran. Uvedením klícˇového slova inset bude stín uvnitrˇ objektu. Stíny
lze rˇeteˇzit tak, že za cˇárkou následuje další definice stínu a lze tak naprˇíklad nastavit jak
vneˇjší, tak i vnitrˇní stín.
4.1.3 Barevné modely
CSS3 prˇináší nové barevné modely RGBA, HSL a HSLA. Hlavním du˚vodem zadávání
barvy ve formátu RGBA je definice pru˚hlednosti pomocí alpha kanálu. Odpadá tím rˇe-
šení pru˚hledných objektu˚ pomocí ru˚zných PNG obrázku˚.
Prˇi zmínce o pru˚hlednosti je du˚ležité uvést vlastnost opacity, která rovneˇž nastavuje
pru˚hlednost. Rozdíl oproti RGBA modelu je v rozsahu pru˚hlednosti. Vlastnost opacity
zpru˚hlední celý objekt, RGBA zpru˚hlední pouze pozadí objektu [9].
Další barevný model je HSL. Tato funkce má trˇi hodnoty: barva, sytost a sveˇtlost.
První cˇíslo je nastavení základní barvy z intervalu <0, 360>. Druhá hodnota se udává v
procentech a urcˇuje sytost, kde 100% je maximální barevnost. Trˇetí hodnota je sveˇtlost a
udává se také v procentech, kde 0% je tmavá barva. HSLA se od HSL liší prˇidáním pru˚-
hlednost, podobneˇ jako to je u RGBA. Prˇíklad použití teˇchto barevných modelu˚ ilustruje
výpis 8.
background−color = rgba(204, 51, 51, 0.5); // cervena barva pozadi s pruhlednosti 0,5
background−color: hsla(0, 75%, 80%, 0.5); // stejne nastaveni pomoci HSLA
Výpis 8: Prˇíklad použití RGBA a HSLA
RGBA i HSLA podporují prohlížecˇe Firefox, Chrome a Internet Explorer od verze 9.
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4.1.4 Prˇechody
Pro definici vícebarevného pozadí s prˇechodem slouží v CSS3 vlastnost linear-gradient
pro rovnomeˇrný barevný prˇechod z jedné strany objektu na druhou a radial-gradient
pro kruhový prˇechod. Lze použít 2 nebo více barev, mezi kterými bude prˇechod.
Smeˇr prˇechodu definují klícˇová slova (to bottom right, to right, top to bottom) nebo úhel,
kde 0◦vede zdola nahoru, 90◦zleva doprava a takto to pokracˇuje po smeˇru hodinových
rucˇicˇek. Spolu s barvou je možné uvést místo, ve kterém bude daná barva zacˇínat. Prˇíklad
lineárního prˇechodu je ve výpisu 9.
background: linear−gradient(45deg, lightgreen, darkgreen 33%);
Výpis 9: Prˇíklad linear-gradient
U kruhového prˇechodu radial-gradient se definuje tvar a velikost prˇechodu. Výchozí
hodnotou je circle a mimo to je možné nastavit i ellipse. Za tvarem následuje velikost
udávající polomeˇr. U kružnice je to jedna hodnota, u elipsy jsou to hodnoty dveˇ. Definice
barev a umísteˇní prˇechodu˚ je stejné jako u lineárního prˇechodu.
4.2 Transformace
Transformace (modul Transforms) umožnˇují dané elementy ru˚zneˇ otácˇet, zveˇtšovat i
zmenšovat, posouvat a ru˚zneˇ deformovat. Transformace tvaru objektu je možné provést
jak ve 2D tak i ve 3D prostoru. Prvek, který má být transformován, bude nejprve stan-
dardneˇ umísteˇn na stránku a poté se provede transformace. Pro 2D existují 4 funkce:
posun (translate), otocˇení (rotate), zmeˇna velikosti (scale) a zkosení (skew).
4.2.1 Translate
Metoda translate zajistí posunutí elementu o tolik, kolik je uvedeno v parametrech me-
tody. Porovná-li se tato metoda s použitím position : absolute a nastavení umísteˇní ele-
mentu pomocí atributu˚ left a top, mu˚že se zdát, že výsledek bude stejný. Výsledný efekt
bude stejný, ale transformace translate je prˇíveˇtiveˇjší v prˇípadeˇ animace umísteˇní ele-
mentu protože x a y sourˇadnice udávají, o kolik bude element posunut od pu˚vodního
umísteˇní. U absolutního pozicování se udávají absolutní hodnoty. Je tak možné animo-
vat posun elementu, který mu˚že být na stránce umísteˇn kdekoli. Zmeˇní-li se pozice ele-
mentu, na animaci to nebude mít vliv. Nastavením transform: translate(100px, 50px) se po-
sune element o 100 pixelu˚ po ose x a o 50 pixelu˚ po ose y.
Tato funkce má variantu pro transformaci jen po jedné ose – translateX(x) a translateY(y).
4.2.2 Rotate
Metoda rotate zajistí otocˇení elementu o danou hodnotu. Zadaná hodnota mu˚že být v
stupních (deg), radiánech (rad), gradiánech (grad) a kompletních otocˇeních (turn), kde 1
turn = jedno otocˇení = 360deg. Hodnota mu˚že být kladná i záporná, záporným znamén-
kem se element otocˇí proti smeˇru hodinových rucˇicˇek. Uvedením transform: rotate(30deg)
se element otocˇí o 30 stupnˇu˚.
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4.2.3 Scale
Metoda scale zveˇtší nebo zmenší element o zadaný násobek oproti pu˚vodní velikosti.
Uvede-li se hodnota od 0,0 do 1,0, element se zmenší (0,5 znamená zmenšení o 50%).
Zadáním transformace se nezmeˇní pouze šírˇka a výška elementu, ale i vše, co je uvnitrˇ
elementu.
Kromeˇ zápisu scale(n) je možný i zápis scale(x, y), který zveˇtší nebo zmenší element
na ose x a y ru˚zneˇ nebo zápis scaleX(x) a scaleY(y), který transformuje element podél
jedné osy. Uvedením záporného násobku se element transformuje a navíc se zrcadloveˇ
otocˇí podél zadané osy [10].
4.2.4 Skew
Metoda skew definuje zkosení elementu. Hodnotu lze zadat ve stupních. Zadáním jedné
hodnoty se element zkosí podél osy x. Zadáním dvou hodnot se element zkosí podél osy
x a osy y. Podobneˇ jako u všech metod pro transformaci, i tady existuje varianta v pro
definici jen pro jednu osu - skewX(x) a skewY(y).
Transformace skewX(21deg) znamená, že levá a pravá hrana elementu bude vychýlená
o 21 stupnˇu˚ oproti vertikální ose. Podobneˇ u skewY(21deg) bude horní a dolní strana
elementu vychýlená o 21 stupnˇu˚ podél horizontální osy.
4.2.5 Matrix
Ru˚zné transformace je možné kombinovat uvedením metody následovanou mezerou a
další metodou transformace. Napsáním více vlastností transform pod sebou nebude mít
ocˇekávaný výsledek. Prohlížecˇ element transformuje podle posledního zápisu transform
ve stylopisu. Proto se musí uvést metody do jedné vlastnosti transform, jako naprˇíklad
ve výpisu 10. Dalším zpu˚sobem, jak uvést kombinace transformací, je metoda matrix() a
matrix3d().
transform: scale(1.5) skew(−15deg);
Výpis 10: Kombinace transformací
Prohlížecˇ tyto kombinace zpracuje a výsledná transformace je uložena v podobeˇ ma-
tice 3x3. U 2D transformací má metoda matrix() 6 hodnot, poslední 3 hodnoty matice jsou
vždy (0, 0, 1) a neuvádeˇjí se. Použije-li se jQuery pro výpis CSS vlastnosti transform, zob-
razí se práveˇ tato matice. Má-li element neˇjakou 3D transformaci, zobrazí se matice v
podobeˇ matrix3d().
Výpocˇet transformacˇní matice je složiteˇjší a prˇesahuje rámec této práce. Existují ale
nástroje, které vypocˇítají hodnoty matice podle vložené transformace.
4.2.6 Transform-origin
Vlastnost transform-origin specifikuje sourˇadnice bodu, ze kterého transformace vy-
chází. Výchozí hodnota je strˇed elementu (50%, 50%). Tento bod udává strˇed transformo-
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vaného elementu. Jednoduchou demonstrací je transformace rotate () , která otácˇí element
a bod urcˇený vlastností transform-origin je strˇed, kolem kterého se element otácˇí.
Hodnoty lze uvádeˇt v procentech, pixelech nebo pomocí klícˇových slov top, left, right,
bottom a center.
4.3 Animace
Mezi hlavní prˇínosy CSS3 se rˇadí animace a prˇechody [11, 12]. Moduly Animations a
Transitions umožnˇují plynulou zmeˇnu stavu objektu bez použití Flash technologie nebo
JavaScriptu. Animace v CSS3 mají oproti teˇmto technologiím výhodu kratšího kódu,
který se projeví na rychlosti nacˇítání a rychlosti zobrazení v prohlížecˇi. I z pohledu vý-
konnosti je na tom CSS3 lépe, než animace pomocí jQuery, zejména prˇi animaci velkého
množství objektu˚. CSS3 animace mu˚že využívat hardwarovou akceleraci, zatímco jQuery
musí prˇepocˇítat všechny styly objektu˚ a aplikovat je na každý animovaný objekt zvlášt’
[13]. Hlavním du˚vodem, procˇ CSS3 animace víteˇzí v rychlosti, je zpu˚sob výpocˇtu hodnot.
Zatímco jádro prohlížecˇe je napsané v kompilovaném programovacím jazyce C++, a tu-
díž vykonání výpocˇtu je rychlé, JavaScript je z rˇad interpretovaných jazyku˚, které budou
vždy pomalejší [14].
První možností, jak animaci vytvorˇit, je pomocí prˇechodu˚ (Transitions), které umožní
vytvárˇet jednoduchý plynulý prˇechod z jednoho stavu do druhého. Inicializace animace
mu˚že být zpu˚sobena naprˇíklad událostí kliku myší.
Modul Animations vytvárˇejí oproti transformacím složiteˇjší, plnohodnotné animace.
Nad tvorbou animace má kodér daleko veˇtší kontrolu. Pomocí klícˇových snímku˚ (Keyframes)
je možné definovat stavy elementu, mezi kterými prohlížecˇ vypocˇítá prˇechody.
4.3.1 CSS3 Keyframes
Keyframes urcˇuje podobu a pru˚beˇh samotné animace. Jednotlivé klícˇové snímky urcˇují,
jak bude element v danou chvíli vypadat. Jednotlivé klícˇové snímky se uvádeˇjí do teˇla
zavinácˇové funkce @keyframes, která je základem animace. Funkce musí mít své jméno,
pomocí kterého se následneˇ nadefinovaná animace zavolá. Nejjednodušší animace se za-
cˇátkem a koncem má 2 klícˇové snímky, které mohou být oznacˇeny klícˇovými slovy from
a to. Daleko použitelneˇjší je uvádeˇní pru˚beˇhu animace v procentech. Lze tak vytvorˇit
mnoho stavu˚ které vytvorˇí ru˚zneˇ složité animace. Klícˇová slova from a to lze tedy prˇepsat
na ekvivalent 0% a 100%. Pocˇátecˇní snímek 0% nemusí být uveden. V takovém prˇípadeˇ
si animace vezme pocˇátecˇní stav ze základní definice elementu.
Pro spušteˇní animace stacˇí nadefinovat vlastnost animation-name a animation-duration
v CSS stylopisu elementu. Vlastnost animation-name obsahuje jméno animace, které je
uvedeno v definici @keyframes. Tímto zpu˚sobem je volána samotná animace, která se
provede a bude trvat cˇasovou dobu specifikovanou v sekundách nebo milisekundách
pomocí vlastnosti animation-duration. Ukázka definice klícˇových snímku˚ a spušteˇní ani-
mace je ve výpisu 11. Element se trˇídou .object1 bude meˇnit barvu z modré k žluté a
následneˇ k cˇervené po dobu dvou sekund.
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Vlastnosti animation-name a animation-duration jsou povinné minimum pro spuš-











Výpis 11: Ukázka použití @keyframes
animation-delay umožnˇuje odložit spušteˇní animace. Je to tedy prodleva mezi akcí,
která animaci spouští a animací samotnou. Udává se v sekundách nebo milisekundách.
Prˇednastavena je nulová hodnota. Uvedením záporné hodnoty se animace spustí hned,
ale prˇeskocˇí se doba, rovnající se absolutní hodnoty daného záporného cˇísla.
animation-direction nastavuje smeˇr animace. Uplatní se naprˇíklad v prˇípadeˇ, kdy se
animace opakuje. Výchozí hodnota normal urcˇuje, že opakovaná animace skocˇí na zacˇátek
(0%) a poté se opakuje. Opakování lze navázat na sebe, stacˇí uvést hodnotu alternate, která
zajistí, že každé sudé opakování má pru˚beˇh pozpátku (od 100% do 0%).
Další možnosti poskytují klícˇová slova reverse – animace pobeˇží od konce (100% - 0%)
a alternate-reverse – animace na sebe navazuje a zacˇíná se od konce (první iterace 100% -
0%, druhá iterace 0% - 100%).
animation-iteration-count nastavuje pocˇet opakování. Hodnota se udává celým cˇís-
lem nebo klícˇovým slovem infinite, které zajistí, že pocˇet iterací animace bude nekonecˇný.
animation-play-state ovládá pru˚beˇh animace. Do pru˚beˇhu animace lze urcˇitým ome-
zeným zpu˚sobem uživatelsky zasahovat. Vlastnost animation-play-state animaci poza-
staví klícˇovým slovem paused a znovu spustí klícˇovým slovem running. Opeˇtovné spuš-
teˇní naváže v okamžiku prˇedchozího zastavení. Vlastnost se dá použít prˇímo ve stylu
elementu nebo k ní lze prˇistupovat pomocí JavaScriptu. Lze tak do urcˇité míry pozasta-
vovat animaci pomocí JS událostí. Ukázka je uvedena ve výpisu 12.
<script>
// Manipulace s animaci pomoci JavaScriptu
var obj = document.getElementById("object");
obj. style .animationPlayState="paused"
</script>
Výpis 12: Ukázka manipulace s animací pomocí JavaScriptu
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animation-fill-mode urcˇuje, v jakém stavu bude animovaný element po skoncˇení ani-
mace. Výchozí hodnotou je normal. V tomto stavu se provede animace a po skoncˇení se
vše vrátí do pu˚vodního stavu. Prˇed a po pru˚beˇhu animace se na objekt neaplikují žádné
CSS vlastnosti z klícˇových snímku˚. Toto chování je neˇkdy nežádoucí a je možné ho zmeˇ-
nit pomocí následujících klícˇových slov:
• backwards - Pro pocˇátecˇní zobrazení prˇed samotnou animací se použijí vlastnosti z
pocˇátecˇního klícˇového snímku. Tyto hodnoty prˇepíšou pu˚vodní hodnoty vlastností
elementu.
• forwards - Po skoncˇení animace zu˚stane objekt ve stejném stavu, jaký popisuje po-
slední klícˇový snímek a pu˚vodní vlastnosti elementu se neaplikují.
• both - Aplikuje se nastavení backwards i forwards.
animation-timing-function udává, jaká funkce se má použít pro výpocˇet pru˚beˇhu ani-
mace. Nastavením této vlastnosti lze naprˇíklad zpomalit animaci na zacˇátku a ke konci ji
zrychlovat nebo nastavit lineární pru˚beˇh a animace bude mít po celou dobu stejnou rych-
lost. Vlastnost mu˚že být nadefinována pomocí klícˇových slov, nebo funkcí.
• ease - Výchozí hodnota. Animace se zrychluje a konci se zpomalí. Du˚vodem použití
je prˇirozeneˇjší pohyb než má lineární pru˚beˇh.
• linear - Lineární pru˚beˇh. Animace má stejnou rychlost po celou dobu.
• ease-in - Pomalý start.
• ease-out - Pomalý konec.
• ease-in-out - Kombinace vlastností ease-in a ease-out.
Tato klícˇová slova nejsou nicˇím jiným, než zkratkou prˇedem nadefinovaných funkcí.
Naprˇíklad nastavení ease-in je ekvivalentní funkci cubic−bezier(0.42, 0, 1, 1).
cubic-bezier je funkce, která definuje pru˚beˇh animace. Funguje na základneˇ kubické
Bézierovy krˇivky. Tímto lze detailneˇ nastavovat rychlost animace v jednotlivých fázích.
Funkce má podobu cubic−bezier(x1, y1, x2, y2), kde x a y jsou sourˇadnice tecˇných bodu˚.
Sourˇadnice P0 jsou vždy [0, 0] a sourˇadnice P3 jsou [1, 1]. Vzniklé tecˇny popisují Bézie-
rovu krˇivku, která urcˇuje hodnoty animované vlastnosti v cˇase. Vytvorˇený nástroj imple-
mentuje nastavení pru˚beˇhu animace pomocí jednoduchého táhnutí bodu˚ P1 a P2, které






Obrázek 1: Nastavení funkce cubic-bezier v aplikaci
4.3.2 Zkrácení definice animace
Všechny vlastnosti pro animaci je možné zkrátit do jedné vlastnosti animation. Syntaxe
vlastnosti animation je uvedena ve výpisu 13.
animation: name duration timing−function delay iteration−count direction fill −mode play−state;
Výpis 13: Syntaxe vlastnosti animation
Ukázka zkrácení definice animace z neˇkolika rˇádku˚ do jediného rˇádku je uvedena ve
výpisu 14. Lze uvést pouze neˇkteré vlastnosti s tím, že název animace a doba animace
jsou povinné. Prˇíkaz animation: mymove 5s infinite stacˇí k tomu, aby se spustila animace










// predesly zapis animace lze zapsat na jeden radek
.object1 {
animation: jmeno_animace 2s ease−in 1s 3 alternate;
}
Výpis 14: Zkrácení animace do vlastnosti animation
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4.4 Prˇechody
Prˇi zachycení neˇjaké události nad elementem lze meˇnit skokoveˇ CSS vlastnosti daného
elementu. Typickým prˇíkladem je událost :hover, která aplikuje požadované vlastnosti
prˇi najetí myší. Prˇechody definované modulem Transitions rˇeší plynulost této zmeˇny.
Modul Transitions slouží k jednoduché animaci vlastností HTML elementu z jednoho
stavu do druhého. Animace se aktivuje kdykoli, kdy se element dostane do jiného stavu.
Prˇíkladem je najetí myší na element nebo kliknutí na element. Pro spušteˇní animace stacˇí
specifikovat transformaci prˇímo do CSS definice elementu a následneˇ pomocí pseudo
trˇíd :hover nebo : focus zmeˇnit hodnotu vlastnosti, která má být animovaná. Kód uve-
dený ve výpisu 15 zajistí, že po najetí myší na element se trˇídou .object1, se plynule zmeˇní
šírˇka elementu (vlastnost width) ze 100px na 300px. Doba této animace bude 2 sekundy.
Vlastnost transition nastavuje prˇechod a bez ní by byla zmeˇna velikosti skoková. První
parametr urcˇuje název vlastnosti, která má být animovaná, druhý parametr urcˇuje dobu
trvání prˇechodu, trˇetí parametr prˇedstavuje cˇasovou funkci a poslední, cˇtvrtý parametr,
nastavuje zpoždeˇní. Tyto vlastnosti lze zapsat i samostatneˇ pomocí následujících vlast-









Výpis 15: Ukázka použití prˇechodu na vlastnosti width
transition-property urcˇuje, na jaké CSS vlastnosti se prˇechod vztahuje. Jestliže má ele-
ment nastaveny vlastnosti width a background-color, které se v pseudo trˇídeˇ :hover meˇní,
a transition-property má nastaveno width, animuje se pouze tato vlastnost - šírˇka. Barva
pozadí se zmeˇní skokoveˇ, protože není zahrnuta v prˇechodu. Více vlastností lze oddeˇlit
cˇárkou. Pro uvedení všech možných vlastností se používá klícˇové slovo all.
transition-duration specifikuje, podobneˇ jako u vlastnosti animation-duration, jak dlouho
má prˇechod trvat. Hodnota mu˚že být zadávána v sekundách nebo milisekundách.
transition-timing-function je totožná s vlastností animation-timing-function, která je
popsána v kapitole "CSS3 Keyframes"na straneˇ 17. Tato vlastnost specifikuje rychlost pru˚-
beˇhu animace.
transition-delay je opeˇt totožná s vlastností animation-delay a specifikuje zpoždeˇní
prˇechodu. Má-li se cˇekat 2 sekundy na start prˇechodu, který se spustí najetím myší na
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element, kurzor musí být nad tímto elementem minimálneˇ 2 sekundy, jinak se prˇechod
nespustí. Zmeˇní-li se stav elementu v pru˚beˇhu vykonávání prˇechodu, prˇechod se prˇe-
ruší a element se zacˇne animovat k pu˚vodnímu stavu. Je-li nastavena prodleva pomocí
vlastnosti transition-delay, zmeˇna pru˚beˇhu se projeví až po stanovené dobeˇ po zmeˇneˇ
stavu.
.object1 {





Výpis 16: Ukázka definice prˇechodu
U vlastnosti transform je možné prˇechody rˇeteˇzit. Tímto se mu˚že dosáhnout spušteˇní
více animací na elementu v ru˚znou cˇasovou dobu. Animace mohou mít ru˚zné trvání.
Stacˇí jednotlivé definice oddeˇlit cˇárkou. Prˇíkladem uvedeným ve výpisu 17 se druhý prˇe-
chod spustí se sekundovým zpoždeˇním po dokoncˇení prvního.
transition : transform .2s, background .2s 3s;
Výpis 17: rˇeteˇzení prˇechodu˚
Vlastnost transition je podporována v prohlížecˇích Google Chrome, Mozilla Firefox a
Internet Explorer od verze 10.
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5 SVG
Scalable Vector Graphics (SVG) je znacˇkovací jazyk vycházející z XML standardu, který
popisuje dvojrozmeˇrnou vektorovou grafiku. Jedná se o plnohodnotný vektorový formát
pro tvorbu základních geometrických tvaru˚ a krˇivek. Historie tohoto otevrˇeného formátu
sahá až do roku 2001, širší zastoupení a oblíbenost získal tento formát teprve nedávno.
Du˚vodem byla nedostatecˇná podpora v prohlížecˇích Internet Explorer, kde se formát
SVG objevil až ve verzi 9 [15].
Obsahem XML kódu je matematický popis krˇivek, jejich barev a barevných výplní,
který umožnˇuje zobrazení ve vysoké kvaliteˇ v libovolné velikosti. Proto je tento grafický
formát využíván hojneˇ tam, kde je potrˇebná jednoduchá webová grafika nezávislá na roz-
lišení, jako naprˇíklad vkládání ikon a logotypu˚ na stránky. Mezi hlavní du˚vody využití a
výhody SVG formátu patrˇí:
• Nástup displeju˚ s vysokým rozlišením (jako naprˇíklad Retina v Apple produktech)
prˇinesl problémy s bitmapovou grafikou. Tam, kde obrázek vypadal na normál-
ních rozlišeních dobrˇe, ve vysokém rozlišení byl tento obrázek prˇi stejné velikosti
rozmazaný. Rˇešením je použití vektorové grafiky, která je nezávislá na rozlišení.
• Vektorovou grafiku lze libovolneˇ zmenšovat i zveˇtšovat bez ztráty kvality. Proto se
SVG používá v responzivním designu.
• Datová nárocˇnost je menší než u bitmapové grafiky. Pro jednoduchý trojúhelníkový
tvar je potrˇebné popsat 3 body, což je oproti definici pixelu˚ znacˇná úspora.
• SVG se snadno strojoveˇ generuje a je dobrˇe cˇitelný i pro cˇloveˇka. S tím souvisí i
snadná prˇenositelnost mezi ru˚znými programy a nezávislost na platformeˇ.
Mezi nevýhody patrˇí nutnost vytvárˇet alternativní rˇešení (tzv. fallbacky). Jestliže pro-
hlížecˇ bez podpory SVG stáhne SVG obrázek a zjistí, že s ním neumí pracovat, je nutné
mu poskytnout alternativu ve formeˇ bitmapového obrázku. Další nevýhodou jsou vý-
konnostneˇ nárocˇneˇjší animace.
5.1 Hlavicˇka SVG dokumentu
SVG je XML formátu, a proto by hlavicˇka dokumentu meˇla obsahovat XML deklaraci.
Na druhém rˇádku se nachází deklarace typu dokumentu, v tomto prˇípadeˇ typu svg. Ná-
sleduje samotný tag <svg>, který má definovanou velikost a jmenný prostor. Uvnitrˇ tagu
jsou vykreslené grafické objekty.
<?xml version="1.0" standalone="no"?>
<!DOCTYPE svg PUBLIC "−//W3C//DTD SVG 1.1//EN"
"http :// www.w3.org/Graphics/SVG/1.1/DTD/svg11.dtd">
<svg width="500" height="400" version="1.1" xmlns="http://www.w3.org/2000/svg">
<!−− definice objektu −−>
</svg>
Výpis 18: Hlavicˇka SVG dokumentu
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Samotné vkládání do HTML dokumentu se rˇeší neˇkolika zpu˚soby. Prvním zpu˚sobem
je vložení pomocí <object> elementu, který vloží SVG dokument pomocí atributu data.
Výhodou je jednoduché použítí fallbacku v prˇípadeˇ, že prohlížecˇ nepodporuje SVG. V
takovém prˇípadeˇ se zobrazí jako alternativa všechno, co je uvnitrˇ elementu <object>,
kam se umístí naprˇíklad odkaz na bitmapový obrázek.
Další možností je prˇímé vložení elementu <svg> do stránky. Všechny soucˇasné verze
prohlížecˇu˚ podporují prˇímé vložení.
S SVG grafikou lze pracovat podobneˇ jako s jiným obrázkem a lze ho tak vložit odka-
zem na externí soubor elementem <img>. Podobneˇ lze odkazovat na SVG soubor i v CSS
stylopisech.
5.2 Základní tvary
Základním zpu˚sobem pro tvorbu vektorové grafiky je definování cest. Cesta se mu˚že
skládat z úsecˇek, kruhových a eliptických oblouku˚ a krˇivek. Tyto segmenty jsou popsány
pomocí prˇíkazu˚ v atributu d, který je soucˇástí elementu <path>. Definice cesty mu˚že vy-
padat následovneˇ: <path d="M150 0 L75 200 L225 200 Z"/>.
Z du˚vodu co nejmenší datové nárocˇnosti se jednotlivé segmenty udávají jejich jedno-
písmennými zkratkami následované argumenty, které popisují samotnou cestu. Uvede-li
se malé písmeno, uvedené sourˇadnice jsou relativní vzhledem k prˇedchozímu umísteˇní
grafického kurzoru. Velké písmeno udává absolutní pohyb.
• lineto (L) - úsecˇka na sourˇadnice x, y definovné v argumentu
• moveto (M) - pohyb na sourˇadnice bez kreslení
• horizontal (H) - horizontální úsecˇka
• vertical (V) - vertikální úsecˇka
• Z - zpu˚sobí uzavrˇení cesty úsecˇkou, která vede z aktuálního bodu do bodu prˇed-
stavující zacˇátek.
Pomocí cest lze graficky zobrazit základní i složiteˇjší tvary. Popisovat elementární
tvary pomocí cest by bylo nárocˇneˇjší, a tak jsou pro základní tvary definovány speciální
elementy, uvedeny níže.
úsecˇka K nakreslení úsecˇky se používá element <line>, který má atributy x1, y1, urcˇující
sourˇadnice zacˇátku a x2, y2, které urcˇují sourˇadnice konce úsecˇky. Velikost a barvu úsecˇky
je možné definovat v atributu style, jak je ukázáno ve výpisu 19.
<line x1="178" y1="102" x2="236" y2="37" style="stroke:rgb(255,20,20);stroke−width:1;stroke−
opacity:0.8;" />
Výpis 19: Ukázka použití elementu <line> a stylování
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obdélník Element <rect> urcˇuje pozici obdélníku pomocí atributu˚ x a y. Velikost obdél-
níku je urcˇena atributem width pro šírˇku a height pro výšku. Existují i atributy rx a ry
urcˇující zaoblení hran obdélníku.
<rect x="0" y="0" width="419" height="430" style="fill:rgb(30,30,30);" />
Výpis 20: Ukázka použití elementu <rect>
kružnice Pro vykreslení kružnice slouží element <circle>, který má atributy cx a cy ur-
cˇující sourˇadnice strˇedu kružnice. Atribut r definuje polomeˇr kružnice.
<circle cx="314" cy="106" r="5" style=" fill :rgb(200,200,200);" />
Výpis 21: Ukázka použití elementu <circle>
elipsa Podobneˇ jako u kružnice, urcˇují atributy cx a cy strˇed elipsy. Atribut cx definuje
horizontální polomeˇr a cy definuje vertikální polomeˇr elipsy.
<ellipse cx="200" cy="80" rx="100" ry="50" style=" fill :yellow;stroke:red;stroke−width:2" />
Výpis 22: Ukázka použití elementu <ellipse>
polygon Element <polygon> slouží k vytvorˇení mnohoúhelníku. Atribut points definuje
sourˇadnice každého rohu mnohoúhelníku, kde jednotlivé sourˇadnice jsou oddeˇlené me-
zerou. Tyto body jsou spojeny úsecˇkou a tvorˇí uzavrˇený tvar (poslední bod se spojí s
prvním bodem).
<polygon points="200,10 250,190 160,210" style="fill:lime;stroke:purple;stroke−width:1" />
Výpis 23: Ukázka použití elementu <polygon>
polyline Element <polyline> vykreslí grafický útvar složený z úsecˇek. Na rozdíl od mno-
hoúhelníku se vytvorˇená cesta neuzavrˇe.
<polyline points="20,20 40,25 60,40 80,120 120,140 200,180" style="fill:none;stroke:black;
stroke−width:3" />
Výpis 24: Ukázka použití elementu <polyline>
5.3 Aplikace stylu˚ na SVG objekty
Vzhled SVG objektu lze upravovat pomocí CSS stylu˚. Pro lepší pochopení a názornou
ukázku je možné využít výpisu 22, který vykreslí obrázek 2.
Zpu˚sob použití a syntaxe CSS je shodná s použitím v HTML stránkách. Jediným roz-
dílem je, že u SVG jsou používány vlastnosti typické pro tento formát. Jedná se zejména
o tyto vlastnosti:
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Obrázek 2: Objekt vykreslený kódem z výpisu 22
• fill urcˇuje barvu výplneˇ. V ukázce je nastavena žlutá barva zápisem fill : yellow.
• stroke definuje barvu okraje. V ukázce je barva výplneˇ cˇervená pomocí zápisu
stroke: red. Definice barev je možné zapisovat pomocí klícˇových slov, nebo pomocí
šestnáctkové soustavy.
• stroke-width urcˇuje šírˇku okraje, v ukázce je šírˇka nastavena na 2px.
V ukázce je použitá tzv. inline deklarace stylu˚ – definice vlastností je v atributu
style. Kromeˇ inline deklarace je možné vlastnosti uvést i v interním seznamu stylu˚ 25.
Je možné využít trˇídy podobneˇ jako v u HTML elementu˚. Styly by meˇli být obaleny do










<circle class="myCircle" cx="40" cy="40" r="24"/>
</svg>
Výpis 25: Ukázka interního seznamu stylu˚ v SVG
5.3.1 Seskupování objektu˚
Objekty,které mají stejné vlastnosti lze seskupit párovým elementem <g>, který slouží k
vytvárˇení skupin SVG objektu˚. V ukázce 26 jsou seskupeny kružnice, které mají stejné
vlastnosti uvedené v elementu <g>.
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<svg width="100%" height="100%" viewBox="0 0 95 50" xmlns="http://www.w3.org/2000/svg">
<g stroke="green" fill ="white" stroke−width="5">
<circle cx="25" cy="25" r="15" />
<circle cx="40" cy="25" r="15" />
<circle cx="55" cy="25" r="15" />
<circle cx="70" cy="25" r="15" />
</g>
</svg>
Výpis 26: Seskupení objektu˚ v SVG [16]
5.4 Transformace SVG
V kapitole "Transformace"na straneˇ 15 je ukázáno, jak lze HTML elementy ru˚zneˇ trans-
formovat pomocí CSS vlastnosti transform. Použije-li se element <img> k zobrazení SVG
dokumentu pomocí odkazu, lze takto vytvorˇený obrázek rovneˇž transformovat. Naprˇí-
klad zápisem <img src="logo.svg"width="100"height="100"style="transform: rotate(30deg)">
se celý SVG dokument otocˇí o 30◦.
Podobným zpu˚sobem je možné transformovat i samotné objekty prˇímo v SVG doku-
mentu. Jeden objekt je otocˇený, zatímco druhý mu˚že být zveˇtšený. Stacˇí uvést vlastnost
transform v atributu style, jak je to ukázáno ve výpisu 27.
<svg xmlns="http://www.w3.org/2000/svg" xmlns:xlink="http://www.w3.org/1999/xlink">
<rect x="50" y="50" height="110" width="110" style="stroke:#ff0000; fill: #ccccff"
transform="translate(30, 0) rotate(45, 50, 50)">
</rect>
</svg>
Výpis 27: Ukázka transformace SVG objektu
Metody pro transformaci jsou již známé z CSS transformací. Jediným rozdílem je zpu˚-
sob aplikace metody rotate () , která CSS objekt otácˇí ve výchozím stavu kolem strˇedu ele-
mentu. SVG objekt je otácˇen kolem bodu [0, 0]. Tento výchozí stav lze zmeˇnit uvedením
druhého a trˇetí parametru metody rotate().
Transformace, stejneˇ jako i samotné zobrazení SVG objektu˚, je výkonnostneˇ nárocˇ-
neˇjší. Známou a v praxi používanou metodou je rozdeˇlit SVG do menších cˇástí a tyto
cˇásti následneˇ obalit elementem <div> a na tento kontejner následneˇ aplikovat CSS trans-
formaci. Tímto zpu˚sobem se naprˇíklad u objektu <line> zrychlila frekvence zobrazení z
12 FPS až na 60 FPS [17].
5.5 Animace SVG
SVG nabízí vlastní možnosti animace mnoha vlastností, naprˇíklad umísteˇní geometric-
kých tvaru˚, jejich barvu, velikost nebo pru˚hlednost. Princip je totožný s animací HTML
elementu˚ pomocí CSS3, definují se klícˇové snímky, které prˇedstavují mezní stavy geome-
trických tvaru˚ a pru˚beˇh animace se dopocˇítává automaticky. Prˇechod mezi jednotlivými
klícˇovými snímky mu˚že být skokový, lineární nebo definovaný Bézierovými krˇivkami.
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Animace se realizují pomocí peˇti ru˚zných elementu˚, které jsou vnorˇené v elementu
prˇedstavující grafický objekt v SVG.
<animate> má neˇkolik atributu˚, pomocí kterých se urcˇuje, jaká vlastnost se má animo-
vat, jak dlouho má trvat animace a v jakém rozsahu hodnot. Dál je možné nastavit pocˇet
opakování animace a co se stane, když animace probeˇhne. Ukázku animovaného objektu
popisuje kód ve výpisu 28.








Výpis 28: Ukázka animace SVG pomocí <animate>
Element <animate> obsahuje neˇkolik atributu˚, kterými se definuje samotná animace:
• attributeName urcˇuje, jaká vlastnost se má animovat.
• from definuje pocˇátecˇního stavu hodnoty animované vlastnosti.
• to definuje koncový stav hodnoty vlastnosti. V ukázce 28 je objekt animován tak,
že se posune z pocˇátecˇního umísteˇní na hodnotu 470 po ose x.
• begin prˇedstavuje cˇas, urcˇující, kdy se animace spustí. Nemusí se jednat nutneˇ o
cˇasovou hodnotu, možnou hodnotou je i klícˇové slovo click, které prˇedstavuje udá-
lost kliknutí na objekt. Tím se animace spustí po provedení události. Uvedením
kombinace (click+5s) se animace spustí 5 sekund po kliknutí na objekt. Je možné
urcˇit i více podmínek spušteˇní (mouseover;10s). V tomto prˇípadeˇ se animace spustí
10 sekund po nacˇtení stránky nebo po prˇejetí myší prˇes objekt [18].
• dur definuje dobu trvání animace
• fill definuje, co se stane s objektem po skoncˇení animace. Klícˇové slovo remove vrátí
objekt do pu˚vodního stavu a klícˇové slovo freeze ponechá objekt v konecˇné poloze.
• repeatCount urcˇuje celým cˇíslem pocˇet opakování animace. Uvedením klícˇového
slova indefinite se animace bude provádeˇt neustále.
<animateTransform> se využívá pro animaci transformací. Transformace jsou natolik
specifické, že pro jejich animace nestacˇí použít pouze element <animate>. Zpu˚sob použití
je totožný s elementem <animate>, jen se navíc musí prˇidat atribut type, který popisuje
typ transformace. V ukázce kódu ve výpisu 29 je animovaná rotace obdélníku o 360◦s
dobou trvání 10 sekund a nekonecˇným opakováním.
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<rect x="20" y="20" width="100" height="40" style="stroke: #ff00ff; fill :none;" >
<animateTransform attributeName="transform"
type="rotate"





Výpis 29: Ukázka animace SVG pomocí <animateTransform>
<animateColor> realizuje animace z jedné barvy do druhé. Hodnota atributu from prˇed-
stavuje pocˇátecˇní barvu, uvedenou naprˇíklad ve formátu rgb. Atribut to definuje konecˇ-
nou barvu. Pomocí atributu attributeName ve výpisu 30 se definuje, že animovat se bude
barva výplneˇ.










Výpis 30: Ukázka animace barvy SVG objektu pomocí <animateColor>
<animateMotion> slouží pro pohyb objektu po ploše. Objekt se pohybuje po dráze,
která je definovaná atributem path. Je tak možné sestavit libovolneˇ složité krˇivky, po kte-
rých se bude objekt pohybovat. Zpu˚sob definice cesty je již popsán v kapitole "Základní
tvary"na straneˇ 24.
<set> slouží k nastavení vlastnosti na urcˇitou hodnotu v urcˇitém cˇase. K pochopení
bude nejlépe sloužit ukázka 31, ve které se po 5 sekundách po nacˇtení stránky zveˇtší
skokoveˇ polomeˇr kružnice na 100 jednotek. Neprobeˇhne tady žádná plynulá animace.
<circle cx="30" cy="30" r="100" style="stroke: none; fill : #0000ff;">
<set attributeName="r" attributeType="XML" to="100" begin="5s"></set>
</ circle >
Výpis 31: Ukázka skokové zmeˇny vlastnosti SVG objektu
30
6 Návrh a implementace nástroje pro webovou animaci
Jedním z hlavních cílu˚ této aplikace bylo prˇinést prvky z desktopových aplikací podob-
ného zameˇrˇení, do prostrˇedí prohlížecˇe s pomocí využití technologie HTML5. Aplikace
se skládá pouze z klientské cˇásti, která je napsaná v JavaScriptu.
K vytvorˇení nástroje pro tvorbu animací bylo nutné prozkoumat stávající rˇešení a na-
vrhnout vhodné rozvržení a zpu˚sob práce s nástrojem, s ohledem a využitím stávajících
rˇešení. Du˚vodem bylo to, aby uživatel, který poprvé aplikaci použije, rámcoveˇ veˇdeˇl, kde
se nachází, co s nástrojem mu˚že provádeˇt a co znamenají jednotlivé prvky aplikace. Proto
bylo využito rozmísteˇní teˇchto prvku˚, které je typické pro aplikace podobného zameˇrˇení.
Uživatel, který má zkušenosti s jinou aplikací, jako je naprˇíklad Google Web Designer, tak
ví, co má ocˇekávat od jednotlivých funkcí a jak je použít.
Na obrázku 3 je celkový pohled na aplikaci, která se z veˇtší cˇástí skládá z plátna, na
který se umíst’ují jednotlivé prvky k animaci. Vkládání prvku˚ a manipulace s nimi umož-
nˇuje panel nástroju˚ na levé straneˇ. Jednotlivé ikony znamenají odlišné funkce aplikace –
vytvorˇení nového projektu, uložení a nacˇtení animace, nástroj pro manipulaci prvku˚
na plátneˇ, nástroj pro vytvorˇení nového kontejneru, nástroj pro vložení obrázku, nástroj
pro vložení textu, nástroj pro vložení SVG prvku, galerii jednoduchých SVG tvaru˚ a
vygenerování animace. Vedle panelu nástroju˚ je panel vlastností, který umožnˇuje nastavit
neˇkteré CSS vlastnosti prvku˚, jako je velikost, barva pozadí, pru˚hlednost, border-radius,
3D rotace, zkosení, zveˇtšení nebo zmenšení objektu pomocí metody scale a posun ob-
jektu pomocí 3D translate. Všechny tyto vlastnosti jsou následneˇ animovány podle toho,
jak se meˇní v cˇase. Navíc je v panelu vlastností možné na již vloženou vrstvu aplikovat
uloženou animaci.
V dolní cˇásti se nachází cˇasová osa. Na cˇasové ose se nachází seznam objektu˚ s klí-
cˇovými snímky. Posunutím ukazatele na ose a zmeˇnou neˇkteré z vlastností objektu se
vytvorˇí nový klícˇový snímek na aktuálním místeˇ. Osa poskytuje jednoduché ovládání
animace a další nastavení, jako je opakování animace, mazání vrstev, mazání snímku˚ a
zmeˇna meˇrˇítka osy. Na základeˇ uživatelského testování byly následneˇ v cˇasové ose prˇi-
dány možnosti pro zneviditelneˇní jednotlivých vrstev a pro hromadnou editaci všech
klícˇových snímku˚ vrstvy.
6.1 Použité nástroje
Výstupem této bakalárˇské práce by meˇla být webová aplikace pracující v prohlížecˇi. Pro
implementaci byl tedy vybrán JavaScript, konkrétneˇ jeho rozšírˇení TypeScript. Jako vý-
vojový nástroj byl použit Microsoft Visual Studio 2013. Hlavním du˚vodem pro toto roz-
hodnutí bylo propojení dvou užitecˇných vlastností – IntelliSence ve Visual Studiu a typová
kontrola TypeScriptu. Našeptávání ve Visual Studiu bylo velmi nápomocné a užitecˇné.
Implementace nástroje v cˇistém JS by byla mnohem složiteˇjší. A navíc nebylo nutné in-

















K implementaci aplikace pro tvorbu webových animací byl vybrán TypeScript. TypeScript
je open-source programovací jazyk vytvorˇený spolecˇností Microsoft jako odpoveˇd’ na ob-
dobný jazyk Dart od spolecˇnosti Google. Na rozdíl od Dart-u je TypeScript rozšírˇením
JavaScriptu. To znamená, že jakýkoliv kód v JavaScriptu je spustitelný i v TypeScriptu.
Dart oproti tomu jde cestou úplného oddeˇlení, a i když je možné výsledný kód prˇekom-
pilovat do JavaScriptu, dlouhodobým cílem je nativní implementace jazyka Dart do pro-
hlížecˇu˚ [19].
Cˇistý JavaScript má velkou výhodu v tom, že je jednoduchý. Tato výhoda se stane
nevýhodou v prˇípadeˇ, kdy se JavaScript použije v rozsáhlejších projektech. TypeScript
jako rozšírˇení JavaScriptu poskytuje silnou typovou kontrolu, která zajistí kontrolu da-
tových typu˚ promeˇnných prˇi kompilaci kódu. Pro primitivní datové typy zavádí anotace
number, string a boolean. Dalším pomocníkem pro velké projekty je podpora trˇíd, modulu˚
a rozhraní, které prˇinášejí prvky objektoveˇ orientovaného programování. Lze tak vyu-
žít deˇdicˇnost nebo i generické datové typy. TypeScript podporuje hlavicˇkové soubory,
které obsahují informace o typech a rozhraních již existujících knihoven. Je tak možné po-
užívat cizí knihovny napsané v JavaScriptu, jako naprˇíklad jQuery. A navíc je TypeScript
jednoduchý na naucˇení pro toho, kdo už JavaScript alesponˇ rámcoveˇ umí.
6.2 Možnosti aplikace
V aplikaci je možné animovat neˇkolik typu objektu˚, jejichž vložení je možné provést po-
mocí jednotlivých funkcí v panelu nástroju˚:
kontejner vloží prvek v podobeˇ HTML elementu <div>, který se dál v této práci bude
oznacˇovat jako "kontejner", protože umožnˇuje seskupovat další prvky. Po dvojkliku na
kontejner se zmeˇní kontext plátna a další prˇidané objekty se prˇidávají práveˇ do tohoto
kontejneru. Prˇehled zanorˇení je možné kontrolovat pomocí drobecˇkové navigace v dolní
cˇásti osy.
obrázek se vkládá z disku uživatele využitím technologie Drag and Drop. Po nahrání
obrázku si aplikace uloží textovou reprezentaci souboru, kódovanou pomocí Base64. Vý-
hodou je, že se nemusela implementovat serverová cˇást aplikace, starající se o ukládání
obrázku˚. Nevýhodou je v tomto prˇípadeˇ to, že není prˇíliš efektivní vkládat velmi velké
obrázky. To bylo vyrˇešeno automatickým zmenšením obrázku po nahrání na velikost
plátna.
text , kterému lze meˇnit vlastnosti font-size, barvu textu color a rodinu písma font-family
z neˇkolika prˇipravených možností.
SVG se vkládá pomocí formulárˇe pro vložení XML kódu, který reprezentuje SVG obrá-
zek. Alternativou je nahrát SVG soubor z disku. Podobneˇ jako u bitmapových obrázku˚, je
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i zde pro uložení textové reprezentace SVG použito kódování Base64. Další práce s SVG
je stejná jako s beˇžným obrázkem. Lze ho prˇesouvat, zveˇtšovat i zmenšovat bez ztráty
kvality. Pro zobrazení se používá element <img>.
Galerie SVG uchovává prˇipravené jednoduché tvary SVG, které slouží k rychlému vlo-
žení na plátno.
6.3 Implementace
Pro implementaci bylo využito prˇedností TypeScriptu a aplikace byla rozdeˇlena do trˇíd.
Po spušteˇní hlavní trˇídy se vytvorˇí instance trˇí trˇíd – Timeline, Workspace a ControlPanel.
Tyto trˇídy zajišt’ují funkcˇnost jednotlivých prvku˚ aplikace a jsou vzájemneˇ propojeny.
Na obrázku 4 je trˇídní diagram vrstvy a objektu, který se umíst’uje na plátno. Jednotlivé
vrstvy jsou uloženy do datové struktury typu pole. Instance jedné trˇídy Layer obsahuje
jeden globální objekt typu IShape, který prˇedstavuje pocˇátecˇní stav objektu prˇi vytvo-
rˇení vrstvy. Tento globální objekt je užitecˇný zejména v prˇípadech, kdy je potrˇebné uložit
vlastnost objektu, který se nemeˇní, nebo se meˇní v rámci všech klícˇových snímku˚. Jako
prˇíklad mu˚že sloužit objekt typu Img, který uchovává obrázek v textové formeˇ. Tato in-
formace se v rámci klícˇových snímku nemeˇní, a proto je s ní manipulováno v globálním
objektu. Jednotlivé klícˇové snímky jsou uloženy v instanci trˇídy Layer jako pole objektu˚
typu Keyframe. Každý objekt Keyframe obsahuje práveˇ jednu instanci implementující in-
terface IShape, která obsahuje parametry popisující, jak daný objekt vypadá na plátneˇ v
daném cˇase. Cˇasový údaj je spolu s cˇasovou funkcí uložen v objektu Keyframe.
6.3.1 Vykreslení a animace objektu
Objekt na plátno lze vložit neˇkolika ru˚znými zpu˚soby v závislosti na typu objektu. V
zjednodušené ukázce kódu ve výpisu 32 je ukázáno vložení kontejneru. Vkládaný objekt
je následneˇ uložen do instance trˇídy Layer. Instance vrstvy je uložena do pole, se kterým
celá aplikace následneˇ pracuje.
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Obrázek 4: Trˇídní diagram pro objekty na scéneˇ
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private onDrawSquare(e: JQueryEventObject) {
// vytvori se novy objekt na platne
var new_object: JQuery = $(’<div>’).addClass(’shape−helper tmp−shape’);
// zjisti se aktualni pozice kliknuti na platno
var click_y : number = e.pageY − this.workspaceContainer.offset().top;
var click_x : number = e.pageX − this.workspaceContainer.offset().left;
// na novy objekt se aplikuji CSS styly
new_object.css({ ’top’ : click_y , ’ left ’ : click_x , ’background’: ’rgba(’ + this . color + ’ ) ’ }) ;
// Udalost posouvani mysi
this .workspaceWrapper.on(’mousemove’, (event: JQueryEventObject) => {
// Vypocitaji se nove souradnice v zavislosti na pohybu kurzoru
var move_x: number = e.pageX − this.workspaceContainer.offset().left;
var move_y: number = e.pageY − this.workspaceContainer.offset().top;
var width: number = Math.abs(move_x − click_x);
var height: number = Math.abs(move_y − click_y);
var new_x: number, new_y: number;
new_x = (move_x < click_x) ? (click_x − width) : click_x ;
new_y = (move_y < click_y) ? (click_y − height) : click_y ;
// na objetk na platne se aplikuji nove souradnice
new_object.css({ ’width’ : width, ’height ’ : height, ’ top’ : new_y, ’ left ’ : new_x });




Výpis 32: Funkce pro vložení kontejneru táhnutím myší
V situacích vyžadující prˇekreslení celé scény, jako je naprˇíklad zanorˇení do jiného kon-
tejneru, se postupneˇ iteruje každá vrstva z pole a zavolá se na ní metoda renderShape(),
která prˇijímá parametry container (jQuery objekt prˇedstavující kontejner, do kterého se
má daný tvar vykreslit), position (aktuální pozice na cˇasové ose), currentScope (prˇedsta-
vuje ID vrstvy, která je aktuálním kontejnerem) a helper (prˇedstavuje pomocný element,
který slouží k manipulaci vrstvy). Parametr currentScope slouží k zjišteˇní, zda je nutné
vykreslovat pro danou vrstvu i již zmíneˇný pomocný <div> element. Tyto pomocné ele-
menty se vykreslují jen v aktuálním kontejneru. Metoda renderShape() následneˇ pomocí
pozice na cˇasové ose vyhledá prˇíslušný cˇasový snímek a podle parametru˚ vykreslí objekt
na plátno.
Jiným zpu˚sobem pracuje další metoda pro vykreslování na plátno - transform(). Tato
metoda neprˇekresluje objekty, ale pouze upravuje CSS vlastnosti objektu˚, které jsou me-
todeˇ prˇedávány v parametru shape a helper. Parametr shape prˇedstavuje objekt, který má
být transformován a parametr helper jeho pomocný <div> element. Volání této metody je
ukázáno ve výpisu 33. V metodeˇ se podle aktuální pozice na cˇasové ose vyhledají nej-
bližší klícˇové snímky a pomocí interpolace se zjistí aktuální hodnota všech parametru˚ v
intervalu ohranicˇeném vyhledanými klícˇovými snímky. Vypocˇtené hodnoty vlastností se
následneˇ aplikují na objekt. Metoda transform() je volána prˇi každé zmeˇneˇ pozice ukaza-
tele na cˇasové ose. Tímto zpu˚sobem je dosažen efekt animace.
Animace není nic jiného, než vizualizace vlastnosti, která se meˇní v cˇase. Samotný
prˇepocˇet hodnot vlastností se provádí s prˇihlédnutím na cˇasovou funkci, která je v po-
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dobeˇ Bézierovy krˇivky uložena u každého klícˇového snímku. Možnost nastavit tuto cˇa-
sovou funkci je du˚ležité, protože tímto mu˚že uživatel ovlivnˇovat rychlost, zrychlení nebo
zpomalení animace. Kdyby byla zmeˇna pouze lineární, takový pohyb by byl mechanický,
postrádající dynamiku a zrychlení.
public transformShapes(showHelpers: boolean = true) {
var currentTimestamp: number = this.app.timeline.pxToMilisec();
var layers : Array<Layer> = this.app.timeline.layers ;
// iterace vsech vrstev
layers .forEach((layer , index: number) => {
// nalezeni objektu a jeho pomocneho elementu na platne
var shape: JQuery = this.workspaceWrapper.find(’.shape[data−id="’ + layer.id + ’"] ’ ) ;
var helper: JQuery = this.workspaceWrapper.find(’.shape−helper[data−id="’ + layer.id + ’"]
’) ;
if ( layer . isVisibleOnWorkspace) {





// pokud je dana vrstva aktualni kontejner, misto pomocneho elementu najdi <div>
// zajistujici bile pozadi pod objektem s transparentnim pozadim
if ( layer . id == this.scope) {
helper = this .workspaceContainer.parent().find(’.base−fff’) ;
}
// ID aktualne oznacene vrstvy,
// slouzi k hodnot vlasnosti v panelu vlastnosti pro oznacenou vrstvu
var currentLayerId = this .workspaceWrapper.find(’.shape−helper.highlight’).first () .
data( ’ id ’ ) ;
layer .transform(currentTimestamp, shape, helper, currentLayerId, this.app,
showHelpers);
} else {






Výpis 33: Aktualizace vlastností objektu
6.3.2 requestAnimationFrame
K dosažení efektu animace v prostrˇedí JavaScriptu je nutné vždy po urcˇité dobeˇ prˇekres-
lit scénu. K tomu se mu˚že použít cˇasovací smycˇka, vytvorˇená pomocí metod setInterval()
nebo setTimeout(). Lepší zpu˚sob prˇekreslování nabízí další z nových technologií HTML5,
funkce requestAnimationFrame, která umožnˇuje plynuleji a s veˇtším výkonem vykres-
lovat animace. Hlavní výhoda spocˇívá v tom, že prohlížecˇ optimalizuje ru˚zné soucˇásti
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animací do jednoho cyklu prˇekreslování. Další výhodou je zastavení animace, pokud je
prohlížecˇ minimalizován nebo je prˇepnuto do jiného okna, což s sebou nese snížení zá-
teˇže. Funkce ve výchozím nastavení používá k vykreslování scény 60 FPS.
Pro implementaci byla použita technika aktualizace plátna v závislosti na uplynulém cˇase,
která spocˇívá ve výpocˇtu cˇasu v milisekundách, který uplynul od posledního vykreslení.
Následneˇ se plátno vykreslí v pozici, která je závislá na tomto rozdílu cˇasu˚.
Ve výpisu 34 je zkrácená cˇást kódu, která se stará o chod animace na plátneˇ. Kromeˇ
funkce requestAnimationFrame(), využívá i funkce cancelAnimationFrame(), která slouží
k zastavení animace. Pozice ukazatele je prˇi každém prˇekreslení aktualizována v závis-
losti na dobeˇ, která uplynula od posledního prˇekreslení. Podle pozice ukazatele jsou ná-
sledneˇ aktualizovány hodnoty vlastností objektu˚ na plátneˇ.
var time;
this . start = new Date();
var draw = () => {
this . playInterval = requestAnimationFrame(draw);
var now = new Date().getTime();
var dt = now − (time || now);
time = now;
// absoluteMax zde predstavuje dobu cele animace
// absoluteMaxPx predstavuje misto na casove ose, kde animace konci
this . pointerPosition += (absoluteMaxPx / absoluteMax) ∗ dt;
if (this . pointerPosition >= absoluteMaxPx)
cancelAnimationFrame(this.playInterval);
this . pointerEl .css( ’ left ’ , this . pointerPosition − 1);




Výpis 34: Použití requestAnimationFrame k prˇekreslování scény
6.3.3 Seskupování prvku˚
Seskupování objektu˚ do skupin je jedna z du˚ležitých vlastností aplikace. Bylo nutné vy-
rˇešit zpu˚sob, jakým se vložené objekty mohou seskupovat do jednoho objektu, se kte-
rým se následneˇ bude pracovat jako s jednou vrstvou. Dále bylo nutné implementovat
související funkce pro prˇesouvání objektu˚ z jednoho kontejneru do druhého a mazání
kontejneru a prˇíslušných vrstev obsažených v daném objektu. Pro uchování práveˇ ak-
tivního plátna byla použita promeˇnná scope, která uchovává jedinecˇné ID vrstvy. Tato
vrstva prˇedstavuje aktivní kontejner, ve kterém se pracuje a do kterého se vkládají nové
objekty. Je du˚ležité zmínit, že uchovávat jiné objekty mu˚že pouze objekt typu kontejner.
Pocˇet zanorˇení není omezen a lze tak do kontejneru vkládat i další kontejnery. Zanorˇení
se provádí dvojklikem na kontejner a návrat o úrovenˇ zpeˇt dvojklikem mimo aktuální
kontejner.
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Obrázek 5: Kontejner s kontextovou nabídkou
Na obrázku 5 je znázorneˇn aktuální kontejner s výrazným cˇerveným ohranicˇením,
který obsahuje jeden objekt. Všechny další objekty, které jsou mimo tento kontejner, jsou
v pozadí za šedou vrstvou. Po dvojkliku na tuto šedou vrstvu se aplikace dostane na
hlavní plátno. Prˇesun objektu˚ do jiných kontejneru˚ nebo do korˇenového plátna je reali-
zován pomocí kontextového menu položkami "Prˇesunout do. . . " a ". . . Prˇesunout tady".
Nadrˇazený kontejner dané vrstvy je uchováván ve trˇídeˇ Layer v promeˇnné parent, prˇed-
stavující ID nadrˇazeného kontejneru. Promeˇnná nesting urcˇuje stupenˇ zanorˇení objektu.
Zmeˇnou teˇchto promeˇnných se docílí prˇesunutí objektu˚ do jiných kontejneru˚. Promeˇnná
parent je dále využívána naprˇíklad k mazání objektu a jeho potomku˚. Funkce zajišt’ující
mazání je ve výpisu 35 a využívá rekurze.
private deleteLayer(index: number) {
var deletedLayer: Layer = this . layers [index];
this . layers . splice (index, 1);
// najdi potomky
for (var i : number = this.layers.length − 1; i >= 0; i−−) {
if (this . layers [ i ]. parent == deletedLayer.id) {




Výpis 35: Mazání vrstev
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Obrázek 6: Ukázka okna s výsledným kódem
6.3.4 Vygenerování animace
Efekt animace je na pracovním plátneˇ dosažen pomocí metody transform(), uvedené v
kapitole "Vykreslení a animace objektu"na straneˇ 33. Výsledná vygenerovaná animace je
dosažena pomocí CSS3 Keyframes. O výpis a zobrazení výsledné animace se stará trˇída
GenerateCode. Tato trˇída využívá metody getObject(), getInitStyles () a getKeyframeStyle() ve
trˇídeˇ Layer. Zavoláním metody getObject() se získají elementy objektu˚, getInitStyles () vrací
CSS styly objektu a metoda getKeyframeStyle() vrátí CSS styly klícˇového snímku. Všechny
tyto informace jsou v textové podobeˇ. Poskládáním jednotlivých kousku˚ vznikne sou-
vislý výsledný kód animace. Výsledný kód je optimalizován, takže se v jednotlivých klí-
cˇových snímcích zbytecˇneˇ nevyskytují vlastnosti, které se nemeˇní. Ukázka kódu je zobra-
zena na obrázku 6. V záložce Náhled vytvorˇené animace je k dispozici živý náhled toho,
jak animace vypadá. Je využito elementu <iframe>, do kterého byl vložen vygenerovaný
kód.
Jednotlivé objekty v kódu jsou generovány s relativní velikostí a pozicí v procentech,
díky cˇemuž je výstupní animace responzivní. Animace se tak prˇizpu˚sobí velikosti nadrˇa-
zeného prvku nebo velikosti okna. A díky podporˇe CSS3 Keyframes v mobilních prohlí-
žecˇích, je animace spustitelná i na mobilních zarˇízeních. Naprˇíklad prohlížecˇ dnes nejroz-
šírˇeneˇjšího mobilního operacˇního systém Android plneˇ podporuje CSS3 modul Keyfra-
mes od verze 4 [20, 21].
Na elementy ve výsledném kódu lze doplneˇním párového tagu <script> navázat JS
kód. Skript mu˚že obsluhovat ru˚zné události provedené nad daným elementem. Jednot-
livé elementy mají pro odlišení jiné názvy trˇíd. V aplikaci je rovneˇž možné jednotlivým
elementu˚m prˇirˇadit jedinecˇné ID, pomocí kterého je možné element dohledat v JS kódu,
naprˇíklad pomocí metody getElementById("id").
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7 Test výkonnosti a UX testování
7.1 UX testování
Pojem UX je zkratkou pro slovní spojení User eXperience, znamenající uživatelský proži-
tek. Cílem uživatelského testování je zjistit, jakým problému˚m cˇelí v aplikaci její skutecˇní
uživatelé. Uživatelské testování mu˚že být provádeˇno nad plneˇ funkcˇní finální aplikací
nebo nad aplikací ve vývoji. Je dokonce možné testovat i funkcˇní prototypy nebo gra-
fické návrhy.
Prˇi testování použitelnosti je nejdrˇíve potrˇebné analyzovat cílovou skupinu. Zjistí se,
kdo bude používat aplikaci a jaké jsou potrˇeby uživatelu˚. Dalším krokem je vytvorˇení
scénárˇu˚, které popisují správný postup plneˇní úkolu˚. V prˇíloze A - Scénárˇe k UX tes-
tování se nacházejí obrázky, ve kterých zelená cesta prˇedstavuje scénárˇ. Cˇervená cesta
prˇedstavuje odlišnosti od ideálního scénárˇe, kterých se respondenti beˇhem testování do-
pustili.
Vytvorˇené úkoly se zadají respondentu˚m a po testu je provedeno porovnání scénárˇe
a postupu respondenta. Vzorek respondentu˚ by meˇl odpovídat cílovým skupinám apli-
kace. Podíl zkušeneˇjších a nezkušených uživatelu˚ by meˇl být rovnomeˇrný, protože ne-
zkušený uživatel mu˚že narazit na zcela jiné problémy, než zkušený uživatel. Pocˇet re-
spondentu˚ je libovolný, skupina 5 – 8 osob dokáže odhalit až 90% problému˚ [22]. Sa-
motné uživatelské testování by meˇlo probíhat jako individuální moderované sezení v
UX laboratorˇi. Reakce a postup testujícího respondenta by meˇly být snímány a respon-
dent by meˇl nahlas prˇemýšlet. Moderátor dává úkoly uživateli a klade doplnˇující otázky.
Následuje analýza získaných dat, která by meˇla ukázat problematické prvky aplikace.
Výsledná zpráva by meˇla nasmeˇrovat k vymyšlení nejvhodneˇjšího rˇešení, které by vedlo
ke zvýšení použitelnosti [23, 24].
Pro testování bylo vybráno 5 lidí s pru˚meˇrnou až pokrocˇilou znalostí informacˇních
technologií (beˇžná kancelárˇská práce, znalost prostrˇedí nástroje typu Blender). Postup
testování byl monitorován zachycením toho,co se deˇje na monitoru. Pozorovatel u kaž-
dého respondenta zapisoval poznámky o tom, jak reagoval v ru˚zných cˇástech úkolu˚ a
jaké meˇl problémy. Po testu byl postup porovnáván se scénárˇem a probeˇhla diskuze o
prˇícˇinách problému a o tom, jak tyto problémy odstranit. Pro potrˇeby testování bylo vy-
tvorˇeno následujících 5 úkolu˚:
Vložení SVG a manipulace s rychlostí animace Uživatel meˇl za úkol vložit na plátno
bitmapový obrázek a SVG obrázek. Vložené objekty meˇl následneˇ jednoduchou animací
animovat a použitím cˇasové funkce nastavit ru˚zné rychlosti objektu˚. Na záveˇr meˇl pro-
zkoumat vygenerovaný kód a výslednou animaci.
Práce s klícˇovými snímky Po vložení textu je vytvorˇena animace, ve které se perio-
dicky meˇní velikost textu. Animace obsahuje neˇkolik klícˇových snímku˚ a uživatel má
následneˇ pomocí prˇesunu˚ klícˇových snímku˚ zmeˇnit chod animace.
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Práce s atributy a s vlastnostmi objektu Úkolem je vložit SVG obrázek z prˇipravené
galerie a SVG z disku. Ve vytvorˇené animaci se má vlastnost zkosení animovat ze zadané
do nulové hodnoty. Následneˇ je otestována zmeˇna názvu vrstvy a zmeˇna ID elementu.
Práce s kontejnerem a uložení projektu Úkolem je vytvorˇit animaci obeˇhu planety s
meˇsícem kolem Slunce. Je otestováno prˇepínání mezi kontejnerem a hlavním plátnem a
seskupování objektu˚. Úkol rozširˇuje zadání prˇedešlého úkolu a obsahuje zmeˇnu dalších
dostupných vlastností. Výsledek animace má být poté uložen do souboru.
Práce s vrstvami Poslední úkol má za cíl otestovat práci s kontextovou nabídkou a
manipulaci vrstvami, jako je prˇesun mezi kontejnery nebo mazání vrstev a klícˇových
snímku˚.Uživatel má nacˇíst projekt ze souboru a pracovat s animací. Zjistí se tak, jak intu-
itivní a logická je celková práce a pohled na cˇasovou osu.
7.1.1 Vložení SVG a manipulace s rychlostí animace
Nejvýrazneˇjší odlišnosti od ideálního scénárˇe popisuje obrázek 9. První pohled na apli-
kaci a nabídka nástroju˚ v podobeˇ ikonek meˇla za následek zámeˇnu nástroje pro nahrání
projektu ze souboru s nástrojem pro vložení obrázku. Rˇešením bylo vhodneˇ upravit po-
pisky u odkazu˚ a naprˇíklad "Nahrát ze souboru"bylo zmeˇneˇno na "Nacˇíst projekt ze souboru".
Du˚ležitým zjišteˇním bylo, že veˇtšina uživatelu˚ intuitivneˇ kliká pravým tlacˇítkem myši na
ru˚zné prvky aplikace v situacích, kdy si neví rady. V pu˚vodní verzi aplikace byla kontex-
tová nabídka implementována pouze na objekty umísteˇné na plátneˇ. Pro zlepšení použi-
telnosti byla kontextová nabídka vytvorˇena i v cˇasové ose. Nabídka poskytuje možnost
smazání a vytvorˇení snímku nebo prˇejmenování vrstvy.
Dalším problémem, pozorovaným u všech uživatelu˚, bylo nastavení cˇasové funkce.
Možnost zmeˇny krˇivky se zobrazí po kliknutí na snímek, ale uživatelé prohledávali pa-
nel vlastností, protože neveˇdeˇli, co mají nastavit. K chybnému chování prˇispeˇlo i to, že
uživatelé postrádali všeobecné informace o tom, jak cˇasová funkce v animaci funguje.
Vygenerování a prohlédnutí animace bylo intuitivní a provedeno bez problému˚. Všichni
uživatelé veˇdeˇli, kde hledat výsledek jejich práce. U jednoho uživatele byl vznesen poža-
davek na prˇidání tlacˇítka, které zajistí i stažení výsledného kódu.
7.1.2 Práce s klícˇovými snímky
Je du˚ležité zmínit, že k neˇkterým výsledku˚m se lze dostat i neˇkolika alternativními zpu˚-
soby. Není tedy správný jen jediný scénárˇ. Veˇtšina uživatelu˚ namísto vytvárˇení snímku˚
dvojklikem na cˇasové ose využila druhou možnost vytvorˇení snímku - posunutím uka-
zatele na místo, které neobsahuje žádný snímek a zmeˇna neˇkteré z vlastností má za ná-
sledek vytvorˇení nového snímku. Tento zpu˚sob meˇl jednu nevýhodu v tom, že se snadno
prˇehlédlo vytvorˇení nového snímku, naprˇíklad po nechteˇné zmeˇneˇ pozice ukazatele.
Proto bylo prˇidáno potvrzení, které se objeví v prˇípadeˇ vytvorˇení snímku zmeˇnou neˇ-
které z vlastností objektu.
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Jeden z uživatelu˚ nechteˇneˇ zrušil oznacˇení aktuální vrstvy a zmeˇna vlastnosti tak
nemeˇla žádný vliv. Rˇešením by bylo deaktivovat editacˇní pole v panelu vlastností, v prˇí-
padeˇ, kdy není oznacˇena žádná vrstva. V cˇásti úkolu, kde bylo potrˇebné zmeˇnit hodnotu
vlastností se ukázalo, že panel nástroju˚ obsahuje prˇíliš mnoho nastavení a hledat správný
parametr je obtížné. Proto byly vlastnosti seskupeny a jsou zobrazovány jen po kliknutí
na sekci.
Vložení a editace textu byly pro uživatele intuitivní a bezproblémové. Prˇi prˇesouvání
snímku˚ bylo pro neˇkteré respondenty složité odlišit jednotlivé snímky. Rychlým rˇešením
problému by mohlo být poskytnutí informace o tom, které vlastnosti daný snímek meˇní.
Tato informace by musela být umísteˇna neˇkde v blízkosti klícˇového snímku.
Odlišnosti od ideálního scénárˇe jsou prˇehledneˇ uvedeny na obrázku 10.
7.1.3 Práce s atributy a s vlastnostmi objektu
Tento úkol byl, až na pár drobných nesrovnalostí, splneˇn podle scénárˇe. Kde se uživatelé
lišili od scénárˇe je uvedeno na obrázku 11. Od veˇtšiny uživatelu˚ byl vznesen požadavek
na možnost nahrání SVG ze souboru, protože kopírování XML kódu do textového pole
nebylo moc intuitivní. Zmeˇna názvu vrstvy byla naopak intuitivní a bezproblémová i
prˇes to, že není na první pohled nikde znát, že tato možnost je k dispozici.
7.1.4 Práce s kontejnerem a uložení projektu
Cílem tohoto komplexneˇjšího úkolu bylo vytvorˇit smysluplnou animaci pomocí dostup-
ných nástroju˚. Odlišnosti od ideálního scénárˇe jsou uvedeny na obrázku 12. Prvním pro-
blémem pro veˇtšinu uživatelu˚ bylo vytvorˇit kontejner. Po kliknutí na ikonu nástroje pro
vložení uživatelé cˇekali, co se stane. Neˇjakou dobu trvalo zjistit, jak se s daným nástrojem
pracuje.
S prˇihlédnutím na výsledky testu˚ byla prˇidána možnost editace zaoblení rohu˚ pro
všechny rohy hromadneˇ. Uživatelé dál neveˇdeˇli, jak se pracuje s vlastností transform-
origin, proto byl prˇidán tooltip s nápoveˇdou.
O funkci zanorˇení do kontejneru a posun o úrovenˇ zpeˇt, uživatelé zpocˇátku neveˇdeˇli.
Trvalo neˇjakou dobu, než objevili zpu˚sob prˇesunu mezi úrovneˇmi. Nápomocným byla
drobecˇková navigace, která ukazuje aktuální kontejner a úrovenˇ zanorˇení.
7.1.5 Práce s vrstvami
Prˇehled odlišností od ideálního scénárˇe uvádí obrázek 13. I tady neˇkterˇí uživatelé neveˇ-
deˇli, jak se pracuje s kontejnerem. Snažili se dohledat správnou funkci v kontextovém
menu. Proto byla do kontextového menu prˇidána možnost pro zanorˇení do kontejneru.
Prˇi mazání klícˇového snímku jeden z uživatelu˚ použil klávesu delete, která maže pouze
vrstvy a nedopatrˇením tak smazal celou vrstvu. Proto prˇibyla možnost mazat klávesou
delete i jednotlivé snímky.
Odhalit zpu˚sob rˇazení vrstev trval delší dobu a nakonec byla zmeˇna porˇadí prove-
dena pomocí kontextového menu. Uživatelé neveˇdeˇli, že meˇnit porˇadí lze i táhnutím
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vrstev na cˇasové ose. Proto byla graficky odlišena plocha pro posouvání jednotlivých
vrstev.
7.1.6 Záveˇrecˇné zhodnocení
Testování použitelnosti pomohlo odhalit místa, která deˇlala uživatelu˚m nejveˇtší pro-
blémy. Menší problémy, které bránily nebo zteˇžovaly provést danou cˇást úkolu, byly
napraveny. Jedná se naprˇíklad o prˇidání kontextových menu na ru˚zné prvky aplikace,
prˇidání chybových hlášek a popisku˚ nebo zmeˇna grafických prvku˚ aplikace.
Konkrétní zmeˇnou byla mírná grafická zmeˇna ukazatele, který v nové podobeˇ vybízí
uživatele ovládat pohyb táhnutím. Uživatelé meˇli tendenci zkoumat vytvorˇenou animaci
pomocí ovládacích tlacˇítek "Prˇehrát animaci" a "Zastavit animaci". Méneˇ cˇastá byla jedno-
dušší a rychlejší možnost - ovládání animace kliknutím na žádaný cˇasový úsek nebo
táhnutím ukazatele.
Obecným problémem se stala práce s cˇasovou osou. Uživatelé neveˇdeˇli, co prˇedsta-
vují jednotlivé snímky a cˇasto vznikaly neprˇehledné situace. Z velké cˇásti byly tyto pro-
blémy zpu˚sobeny neznalostí prostrˇedí aplikace a neznalostí zpu˚sobu pracování s klícˇo-
vými snímky. Jakmile byl uživatel poucˇen o fungování aplikace, dopadly další testy lépe.
Uživatelé by jisteˇ ocenili i uživatelský manuál. Naprˇíklad aplikace podobného typu Go-
ogle Web Designer má vypracovanou podrobnou nápoveˇdu doplneˇnou o názorné ilu-
strované ukázky [25]. Další zprˇehledneˇní cˇasové osy by se dalo dosáhnout oddeˇlením
jednotlivých animovaných vlastností objektu do jednotlivých rˇádku˚ a zobrazením pod-
vrstev ve stromové strukturˇe.
7.2 Výkonnostní testování
Výkonnostní testování bylo provedeno nad animací na plátneˇ, která je ovládána pomocí
ukazatele na cˇasové ose, a nad výslednou animací, která je dostupná u vygenerovaného
kódu v iframe. Cílem testování byla rychlost zobrazování, neboli snímková frekvence,
která je udávána v pocˇtu snímku˚ za sekundu (FPS). Jako prˇijatelná hodnota pro lidské
oko, kdy je pohyb ješteˇ plynulý, se udává 25 až 30 FPS.
Testy probeˇhly na pocˇítacˇi s Intel(R) Core(TM) i5-2410M CPU 2.30Ghz s 4GB RAM pa-
meˇti a grafickou kartou NVIDIA GeForce GT 520M. Aplikace byla spušteˇná v prohlížecˇi
Google Chrome ve verzi 42 na operacˇním systému Windows 8.1 Pro. K zachycení FPS byl
použit vestaveˇný nástroj pro meˇrˇení FPS, který je soucˇástí Nástroje pro vývojárˇe v prohlí-
žecˇi Google Chrome.
7.2.1 Animace na plátneˇ
Samotné testování probíhalo tak, že se postupneˇ prˇidávaly objekty na plátno s prˇedem
definovanou animací, u které se meˇrˇila snímková frekvence. Na obrázku 7 je graf udáva-
jící pru˚meˇrné FPS v závislosti na pocˇtu objektu˚. Je du˚ležité zmínit, že k zajišteˇní plynulé
animace o 60 FPS má každé vykreslení prˇibližneˇ 16 milisekund. Za tuto dobu se musí
stihnout prˇepocˇítat a následneˇ aktualizovat všechny animované vlastnosti [26]. Jestliže
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Obrázek 7: Graf s výsledky výkonnostního testování v aplikaci
tyto operace trvají déle, FPS klesá. Z grafu 7 lze vycˇíst, že animace je ješteˇ plynulá prˇi 45
objektech. Výsledek testu potvrzuje, že jQuery se pro animaci elementu˚ nehodí. Nicméneˇ,
aplikace je použitelná i s více objekty, protože prˇi práci na plátneˇ není nutné vysoké FPS.
Prˇi prvních testech byly nameˇrˇeny dokonce ješteˇ horší hodnoty. Optimalizací kódu,
který se stará o interpolaci a aktualizaci animovaných vlastností, se dosáhlo znacˇného
zlepšení. Tabulka 1 uvádí, že FPS se u animace o pocˇtu do 60 objektu˚ zveˇtšilo i neˇkoli-
kanásobneˇ . Optimalizace spocˇívala v tom, že výpocˇet nových hodnot vlastnosti probeˇhl
pouze v prˇípadeˇ, že došlo ke zmeˇneˇ dané vlastnosti. V dalším kroku byly vypušteˇny
neˇkteré výkonnostneˇ nárocˇneˇjší fragmenty kódu.
Naprˇíklad prˇíkaz $ (’. shape−helper’).css(’ left ’, ’−=1’), který slouží ke korekci polohy
pomocného elementu, zhoršil snímkovou frekvenci až o 10 FPS. Jako další vhodné rˇešení
se nabízí použití sady nástroju˚ GSAP (GreenStock Animation Platform), která je známá
svým vysokým výkonem ve webových animacích v prostrˇedí JavaScriptu [27].
7.2.2 Výsledná CSS animace
Výsledná animace je již vytvorˇena pomocí CSS3, a tak jsou výsledky testu oproti JS ani-
maci výrazneˇ lepší. Z grafu na obrázku 8 je možné vycˇíst, že animace je plynulá ješteˇ
prˇi prˇibližneˇ 400 animovaných objektech. Nicméneˇ, stažená animace v HTML souboru,





















Tabulka 1: Porovnání FPS prˇed a po optimalizaci
60 59,5 59 59
35,5

















Obrázek 8: Graf s výsledky výkonnostního testování výsledné animace
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8 Záveˇr
Výsledkem této bakalárˇské práce je nástroj pro tvorbu webových animací, který umož-
nˇuje lehce prˇidávat ru˚zné typy objektu˚ a vlastnosti teˇchto objektu˚ následneˇ animovat.
Soucˇástí aplikace je cˇasová osa, která prˇehledneˇ zobrazuje jednotlivé klícˇové snímky a
umožnˇuje zobrazit pru˚beˇh animace v cˇase.
V rámci této práce byly rovneˇž popsány HTML5 technologie a CSS3 moduly, které
byly využity k implementaci nástroje. Byly rovneˇž prˇedstaveny jiné nástroje, urcˇené k
tvorbeˇ animací a byly rozebrány rozdíly ru˚zných technologií, urcˇených pro tvorbu ani-
mací.
Stávající rˇešení urcˇiteˇ poskytuje prostor pro vylepšení a rozširˇování, zejména zlep-
šení rychlosti animace prˇímo v aplikaci. Do budoucna by se mohl nástroj rozšírˇit o neˇ-
kolik dalších animovatelných vlastností a také by mohl být vylepšen zpu˚sob manipulace
s SVG objekty, jako naprˇíklad editace a vytvárˇení vlastních SVG prˇímo v aplikaci. Velmi
užitecˇnou vlastností by byl import již vytvorˇených animací z HTML a CSS kódu.
Podarˇilo se vytvorˇit online nástroj, který umožnˇuje jednoduchým zpu˚sobem animo-
vat uživatelem vložené objekty bez hlubších znalostí CSS3 animace. Tato práce se snažila
ukázat, že možnosti technologií popsaných v této práci, jsou dnes natolik široké, že je lze
bez problému˚ použít k vytvorˇení komplexních animací i bez použití jiných nástroju˚, jako
naprˇíklad Java. Soucˇasné trendy a masivní využití HTML5 a CSS3 v praxi to dokazují.
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