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El fin de proyecto se basa en buscar el precio más barato para un trayecto en avión. 
Normalmente, este trayecto se busca una sola vez en un metabuscador, cometiendo el común 
error de pensar que en ese metabuscador se encuentran todas las posibles combinaciones, 
aerolíneas y precios. Pero la realidad es que, aunque algunos metabuscadores pueden compartir 




Con el fin de obtener el precio más barato posible se desarrolló la aplicación CheapTravel, la cual 
busca vuelos en diferentes metabuscadores para ofrecer al usuario el precio que realmente sí 
es el más barato. CheapTravel es una aplicación desarrollada con HTML + CSS y Javascript, y 




Si el objetivo es buscar vuelos de manera automatizada, existen al menos dos maneras: Web 
Scapping, donde una vez el usuario introduce los datos de vuelo, se autorrellenan formularios 
en diferentes páginas web para extraer esos datos, o la segunda opción: realizar peticiones a 




Si buscamos un vuelo Paris, Charles de Gaulle, Francia – Nueva York, John F Kennedy, Estados 












Figura 1. Búsqueda de un vuelo en Skyscanner 
• Tripadvisor 
 
Figura 2. Búsqueda de un vuelo en Tripadvisor 
• Cheapflights 
 








Figura 5. Búsqueda de un vuelo en Edreams 
O en un vuelo Madrid, Adolfo Suárez Madrid–Barajas, España – Dubai, Aeropuerto 












Figura 6. Búsqueda de un vuelo en Skyscanner. 
• Tripadvisor 
 




















Figura 10. Búsqueda de un vuelo en Expedia. 
Dada la variedad de precios, es necesario realizar una aplicación móvil que con una única 
búsqueda compare precios en diferentes metabuscadores para pagar el precio mínimo. 
 
¿Qué es una API? 
 
“Una API es un conjunto de definiciones y protocolos que se utiliza para desarrollar e integrar el 
software de las aplicaciones. API significa interfaz de programación de aplicaciones. 
Las API permiten que sus productos y servicios se comuniquen con otros, sin necesidad de saber 
cómo están implementados. Esto simplifica el desarrollo de las aplicaciones y permite ahorrar 
tiempo y dinero. Las API le otorgan flexibilidad; simplifican el diseño, la administración y el uso 
de las aplicaciones, y proporcionan oportunidades de innovación, lo cual es ideal al momento de 
diseñar herramientas y productos nuevos (o de gestionar los actuales).” 
De una forma más sencilla, una API es una aplicación a la que se le envía una petición HTTP con 
parámetros, y cuando la procesa, te devuelve un objeto JSON con la información que el usuario 
ha solicitado. Existen varios tipos de peticiones. 
“HTTP define un conjunto de métodos de petición para indicar la acción que se desea realizar 
para un recurso determinado. Cada uno de ellos implementan una semántica diferente, pero 
algunas características similares son compartidas por un grupo de ellos: ej. un request method 
puede ser safe, idempotent, o cacheable. 
• GET. El método GET solicita una representación de un recurso específico. Las peticiones 
que usan el método GET sólo deben recuperar datos. 
• HEAD. El método HEAD pide una respuesta idéntica a la de una petición GET, pero sin el 
cuerpo de la respuesta. 
• POST. El método POST se utiliza para enviar una entidad a un recurso en específico, 
causando a menudo un cambio en el estado o efectos secundarios en el servidor. 
• PUT. El modo PUT reemplaza todas las representaciones actuales del recurso de destino 
con la carga útil de la petición. 
• DELETE. El método DELETE borra un recurso en específico. 
• CONNECT. El método CONNECT establece un túnel hacia el servidor identificado por el 
recurso. 
• OPTIONS. El método OPTIONS es utilizado para describir las opciones de comunicación 
para el recurso de destino. 
• TRACE. El método TRACE realiza una prueba de bucle de retorno de mensaje a lo largo 
de la ruta al recurso de destino. 
• PATCH. El método PATCH es utilizado para aplicar modificaciones parciales a un 
recurso.” 




Un aspecto destacado de la búsqueda automatizada de vuelos e información relevante respecto 
a ellos es que todo está en inglés. Es por ello que la aplicación también lo está. 
También destaca que todas las peticiones a cualquier API de vuelos requieren un código para 
identificar al aeropuerto. Este código se llama IATA. 
“El código de aeropuertos de IATA es un código de tres letras que designa a cada aeropuerto en 
el mundo. Estos códigos son decididos por la Asociación Internacional de Transporte Aéreo 
(International Air Transport Association) IATA. Las letras mostradas claramente en las etiquetas 
de equipaje usadas en las mesas de embarque de los aeropuertos son una muestra del uso de 
estos códigos. BOG=Bogotá.” 
En CheapTravel, el usuario no conoce estos códigos. Una posible solución es realizar una petición 
a una API con el nombre del aeropuerto y que te devuelva el código. El problema es que estas 
API son de pago. La alternativa elegida fue realizar un fichero que contenía todos los aeropuertos 
del mundo el formato texto.  
Con un código de Python se procesó el fichero para convertirlo a JSON y posteriormente se 
almacenó como una variable global de Javascript. Esta variable contiene 7697 aeropuertos de 
todo el mundo en el siguiente formato: 
 
Figura 11. Variable js que almacena una lista con todos los objetos JSON de los aeropuertos. 
Cada objeto de la lista se corresponde con un aeropuerto, y posee un identificador, sus 
coordenadas geográficas, la ciudad y el país donde se encuentra, su código IATA, su zona horaria 




RapidAPI es un portal con decenas de enlaces a APIs de multitud de categorías.  
 
Figura 12. Portal de RapidAPI. 
Pero la gran ventaja de este portal es que te proporciona un extracto de código, en el lenguaje 
que se desee, de la petición que se debe hacer a la API. En mi caso, realizo peticiones 
XMLHtppRequest en Javascript. 
 
Figura 13. Ejemplo de petición GET en el portal RapidAPI. 
 
Además, también te permite testear la API desde la propia página web, introduciendo los 
parámetros de búsqueda que se deseen, como el código IATA del origen y el destino del vuelo, 
la divisa o la fecha del viaje. Clickando “Test Endpoint”, se envía la petición y devuelve la 
respuesta en el recuadro de abajo a la derecha. 
 
 
Figura 14. Ejemplo de petición GET en el portal RapidAPI. 
Por ejemplo, un vuelo desde Madrid (MAD) a París, Charles de Gaulle (CDG), sin fecha 
(anytime). 
 Figura 15. Ejemplo de petición GET en RapidAPI. 
Se traduce en la siguiente petición: 
 
Figura 16. Ejemplo de petición GET en RapidAPI. 
Donde es posible ver que los parámetros de la petición se introducen después de la URL de 
Skyscanner, y devuelve un objeto JSON como el siguiente: 
 Figura 17. Respuesta JSON de RapidAPI. 
Todas las API de RapidApi requieren de uno o varios token, que se introducen en la cabecera de 





Skyscanner verifica precios con 1.200 agencias de viajes. 
La API de Skyscanner es una API freemium que permite buscar vuelos y obtener precios de vuelos 
de la base de datos de precios de Skyscanner, así como obtener cotizaciones en vivo 
directamente de las agencias de venta de billetes. Esta API requiere una suscripción, aunque en 
este caso es gratuita y se pueden realizar peticiones ilimitadas. 
 
Figura 18. Suscripción a la API de Skyscanner. 
Los endpoints de una API son todos los tipos de peticiones que se le pueden hacer a una API de 
RapidAPI. En el caso de Skyscanner vemos que tenemos 3 categorías de peticiones, todas de tipo 
GET: buscar lugares, vuelos o mercados. 




“Tripadvisor, la plataforma de viajes más grande del mundo, ayuda a 463 millones de viajeros 
cada mes a hacer de su viaje el mejor. Los viajeros de todo el mundo utilizan la web y la aplicación 
de Tripadvisor para consultar más de 859 millones de comentarios y opiniones de 8,6 millones 
de alojamientos, restaurantes, experiencias, vuelos y cruceros.” 
La API freemium de TripAdvisor es un servicio web que consulta precios de vuelos en tiempo 
real, reservas de hoteles, restaurantes, atracciones y más, como se ve en su sitio web. En mi 
caso, estoy suscrito al plan gratuito. 
 
Figura 20. Suscripción a la API de TripAdvisor. 
TripAdvisor tiene una categoría de peticiones compartidas para el resto de categorías: 
restaurantes, vuelos, hoteles y atracciones. 
 Figura 21. Endpoints de la API de TripAdvisor. 
El proceso de las peticiones compartidas consiste en enviar una petición al servidor con, por 
ejemplo, el origen, destino y fecha del vuelo, y la API nos contesta con un código. Para conocer 





Se trata de una API rusa donde los datos se transfieren desde el caché, que se forma sobre la 
base de búsquedas de usuarios de los sitios Aviasales.ru y Jetradar.com durante las últimas 48 
horas. Los precios se dan en rublos a partir del momento en que el boleto se coloca en los 
resultados de búsqueda.  
Flight Data tiene diversos endpoints, aunque en mi caso solo empleo uno, el cual sirve para 
buscar vuelos introduciendo solo el origen, pudiendo servir así como fuente de inspiración al 
usuario. 
 
Figura 22. Endpoints de la API de Flight Data. 
En este caso, solo se introduciría el origen y la moneda que se desea, y se obtendría una 
respuesta JSON con los posibles destinos junto con su precio. 
 Figura 23. Ejemplo de petición GET en RapidAPI. 
 




Origen y destino 
 
Lo primero que necesita prácticamente toda aplicación es un formulario. En mi caso, necesito 
que el usuario especifique un origen y un destino. Uno de los problemas es que muchas veces el 
usuario desconoce el nombre del aeropuerto, y si únicamente introduce el nombre de la ciudad 
puede haber errores, por ejemplo, con Valencia, España y Valencia, Venezuela.  
La solución adaptada ha sido una lista desplegable con el siguiente formato: ‘Ciudad, 
aeropuerto, país’, habiendo tomado estos datos de la lista de aeropuertos de la que dispongo. 
En cuanto a HTML, esta lista desplegable se consigue con un <form> que tenga dos <input> 
dentro, uno para el origen y otro para el destino, que son myInput y myInput2. 
 
Figura 24. Extracto de código HTML de la aplicación. 
Una posibilidad era utilizar el elemento <datalist>, muy común en Javascript, pero resultó que 
Cordova no lo puede compilar. 
Este elemento necesita de una función en Javascript que la autocomplete. Esta función es muy 
larga y compleja, por lo que mostraré sólo un fragmento, aunque el código completo se incluirá 
en el Anexo. 
 Figura 25. Función JS de autocompletado del formulario. 
Además de Javascript y HTML, son necesarios los estilos CSS para obtener el comportamiento 
esperado. 
 
Figura 26. Estilo CSS de la función de autocompletado del formulario. 
De esta manera, a medida que el usuario va escribiendo, la lista muestra los resultados 
coincidentes. 
Además, esta lista desplegable tiene que estar siempre disponible, porque su llamada se realiza 
en una función asíncrona que siempre está activa, la cual se llama onDeviceReady. 
 
Figura 27. Extracto de código JS. 
 




El <input> de la fecha, como se aprecia en la imagen superior, requiere un formato de fecha 
específico, el cual es año-mes-día. Cada vez que se introduce una fecha, hay una función que 
revisa si el formato es adecuado y devuelve True o False, y salta una alerta si es False. 
 Figura 29. Función de comprobación de la fecha. 
 
¿Por qué se revisa también si hay una fecha escrita? Porque la API de Skyscanner permite buscar 
un vuelo para una trayectoria sin una fecha fija. Así, si la fecha se queda vacía, se mostrarán 
vuelos sólo para Skyscanner con fecha=anytime, ya que TripAdvisor sí necesita una fecha. 
 
    
Figura 30. Comparación de búsqueda con y sin fecha. 
Búsqueda 
 
Una vez rellenado completa o parcialmente el formulario, el usuario debe pulsar el botón para 
buscar (Search). Al clickarlo, se llama a la función getInfo(). Lo primero que ocurrirá es que se 
tomarán los valores del formulario y se comprobará que el origen y el destino son correctos, es 
decir, que se han elegido de la lista de desplegables. 
 Figura 31. Función JS para encontrar y representar los aeropuertos. 
Si el origen es correcto, se representará en el mapa con un icono . Lo mismo ocurrirá con el 
destino . 
Si por el contrario, el origen y/o el destino son inválidos, se mostrará una alerta. 
 
Figura 32. Comprobación de origen y destino. 
Búsqueda de vuelos sin destino 
 
Si el usuario no tiene claro el destino o simplemente busca inspiración, puede introducir solo el 
aeropuerto de origen. 
Cada destino incluirá en la etiqueta el precio del billete según la API Flight Data. 
    
Figura 33. Búsqueda de vuelos sin destino y fecha. 
 
Figura 34. Petición GET a la API Flight Data. 
La función, una vez recibe el objeto JSON de respuesta, lo procesa. Para ello, compara el código 
IATA recibido con todos los códigos almacenados en la variable aeropuertos y así obtener el 
nombre, la ciudad, el país y las coordenadas del destino para así poder representarlo. 
 
Figura 35. Petición GET a la API Flight Data. 
 




Como ya se ha introducido antes, tenemos dos posibles escenarios: si se introduce una fecha o 
si no. 
 
Figura 36. Filtrado de peticiones GET. 
La función que realiza la petición a la API de Skyscanner es la siguiente: 
 
Figura 37. Petición GET a la API de Skyscanner. 
 Figura 38. Petición GET a la API de Skyscanner. 
La respuesta JSON está dividida en dos partes. 
• La primera parte informa de las aerolíneas que cubren la ruta y de su identificador. 
• En la segunda parte se obtiene el identificador de la aerolínea con su precio. 
El objetivo es mostrar el nombre de la aerolínea junto con el precio del billete, por ello hay que 
almacenar en un diccionario ambas partes para posteriormente comparar el identificador que 
va junto al precio con el identificador de las aerolíneas. Esta comparación y representación se 
realiza cuando el usuario aprieta el botón Show Flights, que sirve para mostrar los vuelos 
disponibles. 
 




La API de TripAdvisor funciona de una manera diferente. En primer lugar, necesita hacer una 
petición genérica para obtener, con los códigos IATA del origen y el destino y la fecha, un 




Figura 40. Código del primer tipo de petición a la API de TripAdvisor. 
Una vez tenemos ese código SID, realizamos la segunda petición. 
 
Figura 41. Código del segundo tipo de petición a la API de TripAdvisor. 
 Figura 42. Almacenaje de otros posibles destinos de la respuesta JSON de TripAdvisor. 
Una vez obtenemos la segunda respuesta, generamos dos diccionarios. 
• El primero almacena la aerolínea y el precio para la ruta establecida por el usuario. 
• El segundo almacena una lista de posibles destinos, junto con el precio, para el 
aeropuerto de origen, en caso de que el usuario desee verlo. Estos posibles destinos 
vienen por defecto en la respuesta JSON de la API. 
Una vez el diccionario de TripAdvisor y el de Skyscanner se han generado, es posible ver el botón 
de Show Flights. En caso de que ambos diccionarios estuvieran vacíos después de la búsqueda, 
querría decir que no hay vuelos para la ruta seleccionada y en ese caso se mostraría una alerta. 
 




El o los resultados de la búsqueda se muestran cuando la aplicación ha recibido una o más 
respuestas de las API, que es cuando se muestra el botón Show Flights. 
  
Figura 44. Código JS del botón que muestra los resultados. 
Cuando el usuario aprieta el botón para ver los resultados, los diccionarios con los precios 
generados anteriormente se cargan, además de los rótulos de Skyscanner y TripAdvisor. Estos 
resultados se imprimen en dos ‘cajas’, estando ambas dentro de un contenedor junto a dos 
botones. 
 
Figura 45. Código HTML del contenedor de resultados. 
Si alguno de los dos diccionarios no tiene resultados, se imprime en su respectiva ‘caja’ que no 
hay resultados para los parámetros introducidos por el usuario en ese metabuscador. 
Cuando el usuario muestra los resultados, se hacen invisibles multitud de elementos como el 
mapa, botones de buscar o del aeropuerto más cercano y se visualizan otros como el de cerrar 
los resultados o el de mostrar otros posibles destinos. 
      
Figura 46. Búsqueda de un vuelo con fecha. 
Búsqueda de hoteles 
 
Si el usuario activa el checkbox de hotel, la aplicación buscará hoteles en la ciudad de destino. 
 
   
Figura 47. Búsqueda de hoteles. 
Cada hotel incluye su nombre, la zona de la ciudad en la que está ubicado, el rango de precio 
por noche acompañado de entre uno y cinco símbolos de € - €€€€€ en función del rango de 
precios en el que lo ubique TripAdvisor, y por último la valoración de los clientes. 
Para obtener esta información, primero hay que realizar una petición a la API de TripAdvisor 
solicitando el código de la ciudad donde queremos buscar el hotel. 
 
Figura 48. Primera petición a la API de hoteles de TripAdvisor. 
Una vez tenemos el código, solicitamos los hoteles en una nueva petición.  
 
Figura 49. Segunda petición a la API de hoteles de TripAdvisor. 
Es en ésta donde representaremos y añadiremos su etiqueta a cada hotel. Este sistema de doble 







En una aplicación basada en un mapa, una parte importante es la geolocalización del usuario. Si 
ésta está activada en el dispositivo y se le da permiso a la aplicación para que la utilice, en el 
mapa saldrá un icono indicando la ubicación del usuario, y una vez averiguada la posición, se 
podrá visualizar el botón ‘Nearest airports’, además de que la visualización se acercará a la 
posición del usuario. 
    
Figura 50. Geolocalización del usuario. 
¿Para qué puede ser útil conocer esta geolocalización? Para averiguar, por ejemplo, el 
aeropuerto más cercano al usuario, o para saber qué aeropuertos tiene el usuario en X 
kilómetros de radio. 
 
     
Figura 51. Búsqueda de aeropuertos cercanos. 
Estos aeropuertos se averiguan gracias a una función desarrollada de tal manera que compara 
la posición del usuario con todos los aeropuertos del mundo y representa aquellos que estén 
dentro del radio establecido por el usuario. 
  
Figura 52. Código JS para encontrar los aeropuertos en un radio especificado. 
El método window.navigator.geolocation es un estándar para obtener la geolocalización en 
aplicaciones móviles y navegadores web, y éste siempre ha de tener las 3 funciones: getLocation, 
locationError y currentLocationSucces. 
Además, la aplicación te informará de tu posición actual y de la precisión con la que ésta se ha 
calculado en una cadena de texto en la parte inferior de la aplicación. 
 
Figura 53. Geolocalización del usuario junto a la precisión. 
Marcadores 
 
Cada vez que una posición es representada en el mapa, se realiza una llamada a una función. 
Tenemos 4 tipos de funciones para representar puntos, ya que no siempre los atributos de las 
etiquetas van a ser iguales. 
La primera función sirve para representar el origen y el destino del vuelo. 
 Figura 54. Primera función para representar marcadores en el mapa. 
Esta función únicamente la posición, el país y la ciudad del marcador. 
La segunda función se emplea para representar otros destinos  e incluye el precio en la 
etiqueta. 
 
Figura 55. Segunda función para representar marcadores en el mapa. 
La tercera es igual que la primera, pero no incluye el país porque el JSON de respuesta de la API 
no incluye el país, solo la ciudad. 
 
Figura 56. Tercera función para representar marcadores en el mapa. 
Y la última función es la que se emplea para representar los hoteles  e incluir el precio por 
noche y el rango de precios en el que se encuentra. 
 
Figura 57. Cuarta función para representar marcadores en el mapa. 
Por último, entre el origen y el destino se dibuja una curva en rojo, la cual ha sido buscada por 
internet y adaptada a las necesidades de la aplicación. 
 




Cuando el usuario realiza una búsqueda en la que introduce una fecha, busca en TripAdvisor 
además de Skyscanner. El JSON de respuesta de TripAdvisor contiene una lista de objetos con 
destinos alternativos desde el origen establecido por usuario. Si el usuario lo desea, cuando 
visualiza los resultados, puede clickar el botón ‘Other destinations’. 
       
Figura 59. Otros destinos de TripAdvisor. 
Estos posibles destinos se almacenan en un diccionario generado con la respuesta de la API de 
TripAdvisor. 
 
Figura 60. Código JS del almacenaje de otros destinos. 
El cual se lee y carga cuando el usuario aprieta el botón ‘Other destinations’. 
 




Muchas aplicaciones necesitan un botón de reseteado para tener un comportamiento más 
fluido y amigable para el usuario. En el caso de CheapTravel, tenemos 3 formularios y puede ser 
un poco desagradable para el usuario tener que borrar los campos de los formularios 
manualmente. 
 
Figura 62. Código JS para el reseteo de la aplicación. 
Además, esta función elimina los posibles marcadores y curvas que pueda haber presentes en 
el mapa, y también restablece el contenedor de resultados para que no se junten resultados de 
búsquedas diferentes. También restablece la visualización del mapa a su posición original, al 
igual que la visualización de los botones salvo de los aeropuertos más cercanos que, si la 
geolocalización había tenido éxito, se mantendrá. 
 
Botón Close results 
 
Este botón permite intercambiar la visualización entre los resultados y el mapa, es decir, realiza 
la función opuesta a Show Flights. Al pinchar sobre él, se ocultará el contenedor de resultados y 
se mostrará nuevamente el mapa. 
 Figura 63. Código JS del botón que cierra el contenedor de los resultados. 
Otras páginas 
 
Aparte del mapa y los formularios, CheapTravel tiene un menú que contiene dos páginas más 
que pueden ayudar al usuario a obtener cierta información sobre el funcionamiento de la 
aplicación. 
    










Figura 65. Página de información de la aplicación. 




Esta página da información sobre el desarrollador y la universidad en la que se ha desarrollado 
la aplicación, y permite al usuario ponerse en contacto con el mismo si encuentra algún 
problema o tiene preguntas. 




Apache Cordova es un marco de desarrollo móvil de código abierto. Permite utilizar tecnologías 
web estándar: HTML5, CSS3 y JavaScript para el desarrollo multiplataforma. Las aplicaciones se 
ejecutan dentro de contenedores dirigidos a cada plataforma y se basan en enlaces API que 
cumplen con los estándares para acceder a las capacidades de cada dispositivo, como sensores, 
datos o el estado de la red. 
 
Figura 67. Esquema de funcionamiento de Cordova. 
Cordova no es un software ni sencillo ni amigable, ya que únicamente funciona a través de la 
terminal. Es necesario tener instalado Node.js, además de JAVA JDK 1.8 y los SDK de Android 
que se vayan a emplear, actualmente Android 10. 
Una vez están listos todos los prerrequisitos, es posible crear un proyecto de Cordova en un 
directorio con la siguiente estructura. 
 Figura 68. Aspecto de un proyecto de Cordova. 
En la carpeta www se depositará el proyecto de HTML + CSS y Javascript. 
 
Figura 69. Códigos HTML, CSS y Javascript. 
Una vez creado el proyecto, es posible añadir plataformas como Android o IOS. Por último, sólo 
faltaría construir la APK para la plataforma deseada. Una APK es un fichero de instalación de una 
aplicación en Android, de la misma manera que un .exe es un ejecutable en Windows. 
 
Figura 70. Fichero APK generado por Cordova. 
Para instalar la APK es necesario activar en el teléfono las ‘Opciones de desarrollador’, y más 
concretamente, la depuración USB. 
 
Figura 71. Activación de las opciones de desarrollador en un teléfono Android. 
El proyecto de Cordova contiene un fichero de configuración config.xml, el cual es clave para 
permitir a la aplicación realizar cierto tipo de funcionalidades, entre las que destacan: 
 
• Nombre e icono de la aplicación 
 
 
Figura 72. Nombre e icono de la aplicación en el fichero config.xml 
 
• Permisos para la geolocalización y visualización del mapa 
 






Leaflet es la biblioteca JavaScript de código abierto líder para mapas interactivos aptos para 
dispositivos móviles. Posee todas las características de mapeo que la mayoría de los 
desarrolladores necesitan. 
Leaflet está diseñado teniendo en cuenta la simplicidad, el rendimiento y la usabilidad. Funciona 
de manera eficiente en todas las principales plataformas móviles y de escritorio, se puede 
ampliar con muchos complementos, tiene una API sencilla y bien documentada y un código 
fuente simple y legible al que es posible contribuir. 
Leaflet ha contribuido al desarrollo de CheapTravel en las siguientes facetas: 
• El mapa, incluido un control de escala y de visualización (L.tileLayer, L.control.scale) 
 Figura 74. Carga del mapa de Leaflet en la aplicación. 
• Los marcadores junto con sus etiquetas (L.marker, L.icon) 
 
Figura 75. Función de Leaflet para representar puntos en el mapa. 
 
• Las polilíneas curvas (L.curve) 
 
Figura 76. Función para representar curvas en el mapa. 
 
Open Street Map 
 
Es el proveedor de las teselas de imagenes que carga Leaflet. Se trata de mapas con una licencia 
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Material de apoyo de la asignatura ‘Desarrollo de aplicaciones geoespaciales en dispositivos 
móviles’. 
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