We study the Graph Relabeling Problem-given an undirected, connected, simple graph G = (V, E), two labelings l and l ′ of G, and label mutation or flip functions determine the complexity of evolving the labeling l into l ′ . The transformation of l into l ′ can be viewed as an evolutionary process governed by the types of mutations or flips allowed. The number of applications of the function is the duration of the evolutionary period. The labels may reside on the vertices or the edges. We prove that vertex and edge relabeling have closely related computational complexities. Upper and lower bounds on the number of mutations required to evolve one labeling into another in a general graph are given. We also explore both vertex and edge relabeling with privileged labels, and resolve some open problems by providing precise characterizations of when these problems are solvable. Many of our results include algorithms for solving the problems, and in all cases the algorithms are polynomial-time. The problems studied have applications in areas such as bioinformatics, networks, and VLSI.
Introduction
Graph labeling is a well-studied subject in computer science and mathematics, and a problem that has widespread applications, including in many other disciplines. Here we explore a variant of graph labeling called the Graph Relabeling Problem that was first explored in [9] and later in [2] . We present new results and extend the results given in both [2, 9] . In particular, we NC 1 reduce the Vertex * Ray gratefully acknowledges Chiang Mai University for supporting this research.
Relabeling Problem to the Edge Relabeling Problem and vice versa, and provide upper and lower bounds on the complexity of the Vertex and Edge Relabeling Problems.
The problem of graph labeling has a rich and long history, and we recommend Gallian's extensive survey for an introduction to this topic and for a cataloging of the many different variants of labeling that have been studied [6] . Puzzles have always intrigued computer scientists and mathematicians alike, and a number of puzzles can be viewed as relabeled graphs (for example, see [18] ). One of the most famous of these puzzles is the so-called 15-Puzzle [15] . The 15-Puzzle consists of 15 tiles numbered from 1 to 15 that are placed on a 4 × 4 board leaving one position empty. The goal is to reposition the tiles of an arbitrary arrangement into increasing order from left-to-right and from topto-bottom by shifting tiles around while making use of the open hole. In [9] a generalized version of this puzzle called the (n × n)-Puzzle was used to show a variant of the Vertex Relabeling Problem with Privileged Labels is NP-complete.
The Graph Relabeling Problem is not only interesting in its own right but also has applications in several areas such as bioinformatics, networks, and VLSI. New applications for such work are constantly emerging, and sometimes in unexpected contexts. For instance, the Graph Relabeling Problem can be used to model a wormhole routing in processor networks in which one-byte messages called flits [17] are sent among processors. In this example each processor has a limited buffer, one byte, and the only way to send a message is by exchanging it with another processor. This paper is organized as follows: §2 contains preliminaries and definitions; §3 shows the Vertex Relabeling Problem and the Edge Relabeling Problem are For background material on algorithms we refer the reader to [3] , for graph theory to [1] , and for basic notations of complexity theory including reducibility to [8] .
Preliminaries and Problem Definitions
Let N = {1, 2, . . .}. Throughout the paper let G = (V, E) be a simple, undirected, and connected graph. Let n = |V | and m = |E|; let V = {v 1 , . . . , v n } and E = {e 1 , . . . , e m }.
, where E ′ = {{e 1 , e 2 } | e 1 , e 2 ∈ E and e 1 ∩ e 2 = ∅}.
In this paper we are usually interested in S V = {1, 2, . . . , n} and S E = {1, 2, . . . , m}. We associate a graph G with labelings using angle bracket notation, for example, G, L V , L E denotes the graph G with vertex labeling L V and edge la-
, or ordered pairs if we are only interested in one labeling.
We study both vertex and edge mutation functions. In general, the mutation function f will be defined based on various properties of G. Here we study just restricted classes of mutation functions. First, we define the consecutive vertex mutation function, where f maps a pair
. . , n} and (v) f is a bijection. That is, the labels on the adjacent nodes u and w are swapped, while all other labels remain the same. In addition, the set of labels are chosen from {1, 2, . . . , n}, and since the definition requires f to be a bijection, labels are used exactly once. We can similarly define the consecutive edge mutation function, where L E = L ′ E except for two edges whose labels have been swapped, and S E = {1, 2, . . . , m}. Note, when employing the consecutive edge mutation function, the edges whose labels are swapped must share an endpoint.
We have the following analogous decision problem for edge labelings. 
E (e i ) = i + m for e i ∈ E, and the mutation bound is 3t.
We now argue the correctness of this reduction. If we have a yes instance of the Vertex Relabeling Problem, then it is clear that the answer to the resulting instance of the Edge Relabeling Problem is also yes since each mutation in G can be mimicked by three mutations in G ′ . That is, suppose labels L(v k ) and L(v l ) are mutated. The following three mutations mimic this swap:
In the other direction, suppose we have a yes instance of the Edge Relabeling Problem. By construction of L ′ E the labels on the original edges of G remain the same in L E and L ′ E . Thus, any movement of labels in G ′ between the edges
′ , requires a minimum of three mutations to swap the labels on these two edges and to restore the label on {v k , v l }. Thus, the corresponding instance of the Vertex Relabeling Problem also has a yes answer.
It is not hard to see that if each edge knows its number as part of the input, then the reduction can be accomplished in NC 1 because addition is in the class AC 0 which is contained in NC
1 . Now we show that the Edge Relabeling Problem is NC 1 many-one reducible to the Vertex Relabeling Problem. Consider an instance I E of the Edge Relabeling Problem, where G = (V, E), L E and L ′ E are labelings, and t ∈ N. We construct an instance I V of the Vertex Relabeling Problem using the line graph
E (e i ) for 1 ≤ i ≤ m, and the bound t. We argue the correctness of the reduction. Since for each mutation in the instance I E of the edges, there is a corresponding mutation of the vertices in the instance I V , we see that I E is a yes instance of the Edge Relabeling Problem if and only if I V is a yes instance of the Vertex Relabeling Problem. The reduction can be accomplished in NC
1 . This completes the proof of the theorem.
⊓ ⊔
Notice in the first reduction, we relied on the input being coded so that each edge "knows" its own number. Without having the input encoded in some suitable fashion that provides this information, it is not clear that the reduction is in NC 1 , however, the reduction could still be performed in NC 2 .
Tight Bounds for the Relabeling Problem
This section contains several theorems about the time complexity of the Vertex/Edge Relabeling Problems.
V vertex labelings, and t = n(n − 1)/2, then the answer to the Vertex Relabeling Problem is yes. That is, any labeled graph can evolve into any other labeled graph in at most n(n − 1)/2 mutations.
Proof. Let G = (V, E) be any graph. We need to consider the number of mutations required to change an arbitrary labeling L V into an arbitrary labeling L ′ V . We first construct a spanning tree T of G. Let p 1 p 2 . . . p n be the order of the vertices (not labels) that denotes the Prüfer code order when the leaves of T are deleted during the process of constructing a Prüfer code; note, p j ∈ {v i | 1 ≤ i ≤ n} for 1 ≤ j ≤ n. The Prüfer code iteratively requires the lowest numbered vertex of degree one to be removed. Here we are not interested in the actual Prüfer code itself but rather just the leaf elimination order given by the Prüfer code (see [7] for more on the background and complexity of computing Prüfer codes).
The idea is to mutate labels from L V into their positions in L ′ V in the order specified by the p i 's and along the path in the spanning tree from their starting position in L V to their final position in L ′ V . Let i 1 , . . . , i n be the permutation of 1, . . . , n such that
All in all, we use at most (n − 1)
Note that the proof of Theorem 4.1 is constructive and provides the sequence of mutations to evolve one labeling into another. We chose to use the well-known Prüer code ordering to place the labels into leaves first, but any other such leaf ordering would work as well. The complexity of the algorithm in Theorem 4.1 is the complexity of computing a spanning tree, θ(n + m), plus the complexity of computing the Prüfer code elimination order, θ(n), plus the complexity of the mutations, θ(n(n − 1)/2), which overall is therefore θ(n 2 ). Proof. The result follows directly from Theorems 4.1 and 3.1.
⊓ ⊔
We now discuss the matching lower bounds for the bounds of t given in Theorem 4.1 and Corollary 4.2. Consider the path P n on n vertices. For convenience we represent a vertex labeling of P n by a permutation of {1, 2, . . . , n} which we can view as a string s = a 1 a 2 . . . a n . For each such string s let p(s) be the number of inversions (also called inversion pairs) of s, that is p(s) = |{{i, j} : 1 ≤ i < j ≤ n and a i > a j }|. Note that each mutation reduces or increases the value of p(·) by exactly one. In other words, if s ′ is the string obtained from s by some mutation, then |p(s ′ ) − p(s)| = 1. This well-known observation is stated as a lemma in the original treatise [12, p. 27] on determinants. From this we see that p(s) is the number of mutations or flips necessary to obtain a 1 a 2 . . . a n from 1 2 . . . n [13] . This shows that the bound of Theorem 4.1 is tight.
Observation 4.3 (Lower Bounds for Relabeling Graphs)
There is a graph G = (V, E), labelings L V and L ′ V , and t = (n(n − 1)/2) − 1 such that the Vertex Relabeling Problem has an answer of no. That is, there exist two labelings that require n(n − 1)/2 mutations to evolve one into the other. There is a graph H = (V ′ , E ′ ), labelings L E ′ and L ′ E ′ , and t = (m(m − 1)/2) − 1 such that the Edge Relabeling Problem has an answer of no.
Proof. Since p(1 2 . . . n) = 0 and p(n (n − 1) . . . 1) = n 2 = n(n − 1)/2, we need at least n(n − 1)/2 mutations to obtain n (n − 1) . . . 1 from 1 2 . . . n.
⊓ ⊔
Remark: When we view a labeling of the path P n on n vertices as a string s = a 1 a 2 . . . a n , we note that the evolution of s to 1 2 . . . n strongly resembles bubble sort -the simplest of the sorting algorithms on n elements (see [10, p. 108] for discussion and analysis). In the case when evolving the string n (n − 1) . . . 1 to 1 2 . . . n, the sequence of mutations is precisely the procedure of bubble sort.
Relabeling with Privileged Labels
In this section we describe the last variants of the relabeling problem that we consider in this paper. We impose an additional restriction on the mutate operation. Some labels are designated as privileged. Our restricted mutations can only take place if at least one label of the pair to be mutated is a privileged label. The problem can be defined for vertices and for edges as follows. The problems in Definitions 5.1 and 5.2 are increasingly restricted as the number of privileged labels decreases. Of course, one question is whether the problems are solvable at all. If |S| = 1, the Vertex Relabeling with Privileged Labels Problem can be reduced to the (n × n)-Puzzle Problem, in which half of the starting configurations are not solvable [16] . This result proved in [9] shows that the Vertex Relabeling with Privileged Labels Problem is NP-complete. In Theorem 3.1 we proved that the Vertex Relabeling Problem is NC 1 many-one reducible to the Edge Relabeling Problem, however, that reduction does not suffice when talking about the versions of the problems involving privileged labels. We do not yet know if the Edge Relabeling with Privileged Labels Problem with |S| = 1 is NP-complete. It is interesting to note that many other similar games and puzzles such as the Generalized Hex Problem [4] , (n × n)-Checkers Problem [5] , (n × n)-Go Problem [11] , and the Generalized Geography Problem [14] are also NP -complete.
Prior to this work it was still open whether some other unsolvable instances of the Vertex/Edge Relabeling with Privileged Labels Problems existed. However, we provide some simple examples of unsolvable instances in this section and provide some interesting characterizations of both solvable and unsolvable instances of these problems. We begin with an example.
Example A: Let n ≥ 2 and consider two vertex labelings L V and L ′ V of the path P n , where we have precisely k privileged labels p 1 , . . . , p k , where k ∈ {0, 1, . . . , n − 2}. For a fixed horizontal embedding of P n in the plane, assume the labelings are given in the following left-to-right order:
Note that by any restricted mutation, where one of the labels are among {p 1 , . . . , p k }, the relative left/right order of the non-privileged labels will remain unchanged. Since the order of the two non-privileged labels 1 and 2 in L ′ V is different from the one of L V , we see that it is impossible to evolve L V to L ′ V by restricted mutations only. Note that we can push these labels onto the edges by adding one more edge to the path. This example yields the following theorem.
Theorem 5.3 (General Unsolvability, Privileged Labels) Among all connected vertex labeled graphs on n vertices with k privileged labels where k ∈ {0, 1, . . . , n − 2}, the Vertex Relabeling with Privileged Labels Problem is, in general, unsolvable. Among all connected edge labeled graphs on m edges with k privileged labels where k ∈ {0, 1, . . . , m − 2}, the Edge Relabeling with Privileged Labels Problem is, in general, unsolvable.
Note that it is clear that for any connected graph G with all but one privileged label, any mutation is a legitimate evolution, since for any edge e = {u, v} either the label on u or v is privileged. Hence, among all connected graphs on n vertices with n − 1 privileged labels, the Vertex Relabeling with Privileged Labels Problem is solvable and in P . A similar observation holds for the Edge Relabeling with Privileged Labels Problem.
Restricting now to the class of 2-connected simple graphs, we consider a slight variation of Example A.
Example B: Let n ≥ 3 and consider two vertex labelings L V and L ′ V of the cycle C n , where we have precisely k privileged labels p 1 , . . . , p k , where k ∈ {0, 1, . . . , n − 3}. For a fixed planar embedding of C n , assume the labelings are given cyclically in clockwise order as follows: (p 1 , . . . , p k , 1, 2, 3 , . . . , n − k), and . . . , p k , 2, 1, 3 , . . . , n − k).
Note that by any restricted mutation, where one of the labels are among {p 1 , . . . , p k }, the relative orientation (clockwise or anti-clockwise) of the non-privileged labels 1, 2, and 3 will remain unchanged. Since the orientation of 1, 2, and 3 in L ′ V is anti-clockwise, and the opposite of the clockwise order of 1, 2, and 3 in L V , we see again that it is impossible to evolve L V to L ′ V by restricted mutations. Notice that we can push the labels onto the edges.
We summarize the implication of Example B in the following theorem.
Theorem 5.4 (2-Connected Unsolvability, Privileged Labels) Among all 2-connected vertex labeled graphs on n vertices with k privileged labels where k ∈ {0, 1, . . . , n − 3}, the Vertex Relabeling with Privileged Labels Problem is, in general, unsolvable. Among all 2-connected edge labeled graphs on m edges with k privileged labels where k ∈ {0, 1, . . . , m − 3}, the Edge Relabeling with Privileged Labels Problem is, in general, unsolvable.
We will now fully analyze the case where G is connected and all but two of the labels are privileged.
Claim 5.5 If a simple graph is neither a path nor a cycle, then it has a spanning tree that is not a path (and hence contains a vertex of degree at least three).
Proof. Let G be a graph that is neither a path nor a cycle. Then G contains a vertex u of degree greater than or equal to three. Assigning the weight of one to each edge, we start by choosing three edges with u as an end-vertex and complete the construction of our spanning tree using Kruskal's algorithm.
⊓ ⊔ Claim 5.6 Among vertex labeled trees, which are not paths, with exactly two non-privileged labels, any two labels can be swapped using restricted mutations.
Proof. Let G = (V, E) be a tree that is not a path, and L V a labeling of the vertices. For any two distinct vertices x and y denote the unique path between them by P (x, y).
Assume that we want to swap the labels L V (u) and L V (v) on vertices u and v. We first consider the case where all labels, except possibly one, on P (u, v), are privileged. Restricting to P (u, v), there are 2∂(u, v) + 1 legitimate mutations that swap the labels on u and v. (Here ∂(u, v) denotes the distance between u and v in the tree, or the length of P (u, v).) Let us denote such a privileged swap by SW (u, v).
Consider next the case where the labels of u and v are both non-privileged. Let u ′ and v ′ be vertices such that the (u ′ , v ′ )-path P * is of maximum length in the tree and such that it contains P (u, v) as a sub-path. Hence, the three paths P (u ′ , u), P (u, v), and P (v, v ′ ) make up this maximum length path P * . By the maximality of P * and our assumption on the tree, there is an internal vertex w on P * (note w ∈ {u ′ , v ′ }) of degree three or more, and hence that has a neighbor w ′ not on P * . We now perform the following procedure of legitimate swaps:
This procedure has legitimately swapped the labels on u and v. If at least one of the labels of u and v is privileged, but both of the non-privileged labels do lie on P (u, v), say x and y, then we can perform at least one of the swaps SW (u, x) or SW (y, v), say SW (u, x), after which we perform the swaps SW (x, v) and SW (u, x) to complete the legitimate swap. The case where SW (y, v) was performed first is handled similarly. This completes the proof. ⊓ ⊔ Lemma 5.7 Among vertex labeled trees, which are not paths, with exactly two non-privileged labels, the Vertex Relabeling with Privileged Labels Problem is solvable and in P .
Proof. Since any evolution from one labeling L V to another L ′ V is a composition of transpositions, this follows from Claim 5.6. ⊓ ⊔ Theorem 5.8 (Vertex Solvability, Two Privileged Labels) Among all connected vertex labeled graphs G on n ≥ 4 vertices with all but two vertex labels privileged, the Vertex Relabeling with Privileged Labels Problem is solvable if and only if G is not a path.
Proof. We see from Example A that for n ≥ 2 there are labelings of the vertices of the path P n that cannot evolve into one another using restricted mutations. If G is a cycle on n ≥ 4 vertices, we can first move the labels of the non-privileged labels to their desired places by using appropriate clockwise and/or anti-clockwise sequences of mutations, and then move all the privileged labels to their places using mutations as on a path.
If G is neither a path nor a cycle, then by Claim 5.5 G has a spanning tree T that is not a path. Restricting to T we can by Lemma 5.7 move all the labels to their desired places within T and hence within G. This completes our proof.
⊓ ⊔
We obtain the following corollary as a consequence of Theorems 5.8 and 3.1.
Theorem 5.9 (Edge Solvability, Two Privileged Labels) Among all connected edge labeled graphs G on n ≥ 4 edges with all but two edge labels privileged, the Edge Relabeling with Privileged Labels Problem is solvable if and only if G is not a path.
Conclusions and Open Problems
We have defined several versions of a graph relabeling problem, including variants involving vertices, edges, and privileged labels, and proved numerous results about the complexity of these problems, answering several open problems along the way. Some related problems remain as follows: (i) Study other types of mutation functions where, for example, labels along an entire path are mutated, or where labels can be reused.
(ii) In the parallel setting, compute the sequence of mutations required for the evolution of one labeling into another. The parallel time for computing the sequence could be much smaller than the sequential time to execute the mutation sequence. (iii ) Define the cost of a mutation sequence to be the sum of the weights on all edges that are mutated. Determine mutation sequences that minimize the cost of evolving one labeling into another. Explore other cost functions.
