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Preface
This special issue contains a selection of the papers presented at FOCLASA’05, the 4th International Workshop
on the Foundations of Coordination Languages and Software Architectures, that was held in San Francisco (USA)
on August 27, 2005. FOCLASA’05 was a satellite of the 16th International Conference on Concurrency Theory,
CONCUR 2005. The workshop Website can be found at http://foclasa05.lcc.uma.es. The goal of the workshop was
to provide a venue where researchers and practitioners could meet, exchange ideas and problems, identify some of
the key and fundamental issues related to coordination languages and software architectures, and explore together and
disseminate solutions.
Indeed, a number of hot research topics are currently sharing the common problem of combining concurrent,
distributed, mobile and heterogeneous components, trying to harness the intrinsic complexity of the resulting
systems. These include coordination, peer-to-peer systems, grid computing, Web services, multi-agent systems,
and component-based systems. Coordination languages and software architectures are recognized as fundamental
approaches for tackling these issues, improving software productivity, enhancing maintainability, advocating
modularity, promoting reusability, and leading to systems more tractable and more amenable to verification and global
analysis.
From the nine research works presented at FOCLASA’05, an initial selection of papers was made accordingly to
the results of the anonymous peer reviews, and their authors were invited to submit extended versions to this special
issue. These extended papers went through a second round of anonymous peer reviews, and the revised versions of
the four papers finally accepted are included in this special issue. We believe that the papers presented here provide
key insights into different aspects of coordination and software architectures.
The paper by Tom Chothia and Dominic Duggan presents their model of capability-passing processes in which
processes pass proofs of their capabilities between them, instead of using the traditional primitives for communicating
directly. Hence, rather than assuming that parties in a protocol have point-to-point communication channels between
them, the authors decouple the details of party-to-party protocols from the details of how those parties communicate.
The parties exchange evidence of their internal state. This evidence takes the form of capabilities that allow parties
to update their internal state, according to agreed-upon application-specific global protocols. The approach models
global applications in a way that decouples the global agreement aspects of protocols from the details of how the
communications are actually made. The model presented relies on a restricted API or programming language and on
the exchange of digital certificates representing capabilities to ensure that participants are faithful to a protocol and
that outsiders cannot interfere. At the specification level, protocols are reasoned about independently of the underlying
communication, using a process calculus with an abstraction of logs to isolate the remote state required for such
protocols. At the implementation level, protocol steps no longer perform global communication; instead capabilities
are used to transmit evidence of the remote state, which in turn are used to authorize local log changes (corresponding
to protocol steps). In this way, an API for global agreement protocols is defined independently of the underlying
communication system.
The paper by Dave Clarke, David de Oliveira Costa, and Farhad Arbab presents a model based on connector
colouring for giving the semantics of connectors in Reo, an exogenous coordination model for component-based
systems. Using Reo, components are glued by means of circuit-like connectors which not only act as channels for
connecting components, but also coordinate them through the interplay of data flow, synchronization and mutual
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exclusion, state, and context dependent behaviour. In the Reo model, a component interacts with a connector it is
connected to anonymously and without any knowledge of other components. From the point of view of a connector,
this means that it must coordinate the concurrent interactions of each of its connected components. The colouring
technique used by the authors determines the behaviour of Reo connectors by resolving the context dependent
synchronization and mutual exclusion constraints required to determine the routing for data flow in the connectors.
Colouring a Reo connector in a specific state with given boundary conditions (I/O requests) provides a means to
determine the routing alternatives for data flow. The authors argue that their scheme has advantage over previous
models in that it is simpler to implement and it models Reo connectors more closely to their envisaged semantics than
existing formal models. The model presented aims to facilitate the data flow computation (and implementation) of
Reo connectors in a distributed computing environment.
The paper by Mirko Viroli, Enrico Denti, and Alessandro Ricci presents the design of a BPEL orchestration engine
based on a multi-agent system. BPEL is currently the primary candidate for standardizing Web services orchestration.
BPEL specifications are meant to be run by BPEL orchestration engines, which are therefore crucial components
of today’s business-to-business infrastructures, carrying the burden of dynamically composing existing services. In
their proposal for an orchestration engine, the basic BPEL activities are autonomously executed by agents, while
workflow aspects are realized by the mediation of ReSpecT tuple centres, a coordination model extending Linda
with the ability of declaratively programming the tuple space behaviour. The architecture separates the interaction,
correlation, and workflow concerns into clearly identified tiers. In particular, the authors identify the workflow tier as
the one encapsulating the core and most critical behaviour of the engine: due to its intrinsic complexity, the authors
also tackle its design formally. Hence, a core algebraic language of BPEL dealing with its workflow-related aspects is
introduced, and it is provided with a semantics based on a mapping into a net specification, modelling the dependencies
between the activities to be executed by the engine. This mapping plays the role of a formal design, since it directly
leads to an implementation of the workflow tier in the orchestration engine.
Last but not least, the paper by Fre´de´ric Peschanski, Alexis Darrasse, Nataliya Guts and Je´re´my Bobbio presents
a coordination language for mobile agent systems that considers both the agents and the channels that they use
to interact with each other as first-class citizens. In this approach, channels implement distributed, asynchronous
communications with FIFO ordering and multicast routing. The authors argue that despite the conciseness of its
syntax, the proposed language is expressive enough to describe the coordination aspect of systems with high-level
communication and mobility features, including agent migration as well as remote cloning. A virtual form of channel
mobility inspired by the pi -calculus is also implemented. This feature allows mobile agents to adapt dynamically to
their changing environment. The language semantics, presented formally, is based on a geometrical model named
Interaction Spaces. This provides an intuitive, yet pedagogical interpretation of the agent features and capabilities
in terms of combined spatial projections and transformations. Through spatial composition, the authors show that
standard labelled-transition systems and bisimulation-based semantics may be defined above the geometry, enabling
reasoning and formal verification. Finally, the authors illustrate the way the operational semantics may serve as precise
and rigorous specifications for practical implementations.
Many people have contributed to making possible this special issue. Besides the authors of the papers, we would
like to thank the members of the Program Committee of the workshop: Farhad Arbab (CWI, The Netherlands),
Antonio Brogi (University of Pisa, Italy), Atsushi Igarashi (University of Kyoto, Japan), Jean-Marie Jacquet
(University of Namur, Belgium), Nickolas Kavantzas (Oracle, USA), Anto´nia Lopes (University of Lisbon, Portugal),
Ronaldo Menezes (Florida Institute of Technology, USA), John-Jules Ch. Meyer (University of Utrecht, The
Netherlands), Ernesto Pimentel (University of Ma´laga, Spain), Alessandro Ricci (University of Bologna, Italy),
Vladimiro Sassone (University of Sussex, United Kingdom), Jan Vitek (Purdue University, USA), and Gianluigi
Zavattaro (University of Bologna, Italy). Our thanks go also to the other anonymous reviewers who kindly agreed to
help us with the selection of the papers for this special issue.
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