This chapter, as the name implies, deals with the conceptual aspects of defect management. There are three parts in this chapter. Part 1 discusses the basic concepts of a defect and why a defect happens. Part 2 introduces the practical methodologies of how to manage the defects. In this section, some sample documents and templates are provided to manage the defect properly. Part 3 discusses and analyzes the root causes of defects and provides recommendations of how to prevent defects in the future.
Part 1: Definition and Analysis

Definitions
Defect A defect in simple terms is a variance from expectation. Another definition is that a defect is a condition in a process/product which does not meet a documented requirement. In other words, a defect is an error in a process or product's behavior that causes it to malfunction or to produce incorrect or unexpected results. The root cause of a defect may originate from different sources such as code, requirements, design, environment, build/compilation, test case, and data.
Defect in Hardware In IEEE 610, defect or fault is defined as "A defect in a hardware device or component; for example, a short circuit or broken wire."
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Defect in Software "An incorrect step, process, or data definition in a computer program."* This definition is used primarily by the fault tolerance discipline. In common usage, the terms "error" and "bug" are used to express this meaning.
Definition of an Error
In IEEE 610, the error is defined as
• "The difference between a computed, observed, or measured value or condition and the true, specified, or theoretically correct value or condition."
• For example, a difference of 30 m between a computed result and the correct result.
• "An incorrect step, process, or data definition."
• For example, an incorrect instruction in a computer program.
• "An incorrect result."
• For example, a computed result of 12 when the correct result is 10.
• "A human action that produces an incorrect result."
• For example, an incorrect action on the part of a programmer or operator. † Defect Repository Defect repository is the defect management tool/ repository used to track defects and all defects associated with the application under test. There are many tools available. However, many companies typically use HP Quality Center or IBM Clear Quest for defect repository.
What Causes Defects in Software
Certainly, it is very important and necessary to understand why an error happens. Honestly speaking, that is the point. When the cause could be identified, almost half of the problem is resolved. In this arena, it is called defect root cause. In this chapter, we have dedicated one important part on root cause analysis (RCA), and we will try to evaluate them. When the software code has been built, it is executed and then any defects may cause the system to fail to do what it should do (or do something it should not), causing a failure. Interestingly and alarmingly, sometimes a defect may not be obvious even though it exists; in programming language, it is called a logic error.
In computer programming, a logic error is a bug in a program that causes it to operate incorrectly, but not to terminate abnormally (or crash). A logic error produces unintended or undesired output or other behavior, although it may not immediately be recognized as such.
Logic errors may occur in both compiled and interpreted languages. Unlike a program with a syntax error, a program with a logic error is a valid program in the language, even though it does not behave as intended. The only clue to the existence of logic errors is the production of wrong solutions.
This example function in C is to calculate the average of two numbers that contains a logic error. It is missing brackets in the calculation so it compiles and runs but does not give the right answer due to operator precedence (division is evaluated before addition).
int average (int a, int b) { return a + b / 2; /* should be (a + b) / 2*/ } In simple math, (2 + 5) × 2 and 2 + 5 × 2 is not the same. In (2 + 5) × 2 the result is 14; on the other hand, 2 + 5 × 2 = 12 because here you have to do the multiplication first then the addition. There is a rule called PEMDAS which represents as In these circumstances, if the developer writes the wrong code such as forgetting to put (2 + 5) in parenthesis, then the result will be wrong even though for the tester it may look like the correct result.
Detecting a Defect Early
It is indeed better to find the defect as early as possible. In software development, if there is a mistake in requirement and you found it in production that could lead to a big mess.
To fix this defect, no matter how much it may cost, you may not find all people you need-developer, tester, designer-everyone may not be available then, and it is not a simple thing. For example, it is easier to build a new building than repair an old building. It could be a total disaster.
What Is the Cost of Defects Not Detected Early?
In addition, considering the impact of failures arising from defects, which we have not found, we need to consider the impact once we find those defects. The cost of finding and fixing defects rises considerably across the life cycle; think of the old English proverb "a stitch in time saves nine." This means that if you mend a tear in your sleeve now while it is small, it is easy to mend; but if you leave it, it will get worse and need more stitches to mend it.
When a defect exists in the requirement specification and is not detected until acceptance testing or until production, then it will be much more expensive to fix (Figure 7 .1).
It is quite often the case that defects detected at a very late stage are not corrected because the cost of doing so is too expensive. Also, if the software is delivered and meets an agreed specification, if the specification was wrong, then the software will not be accepted. The project team may have delivered exactly what they were asked to deliver, but it is not what the users wanted. In some cases, where the defect is too serious, the system may have to be completely reinstalled. Software Quality Assurance: Integrating Testing, Security, and Audit https://www.crcpress.com/9781498735537
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Defect Life Cycle Steps
The IEEE 1044 defect life cycle consists of the following four steps (Figure 7 .2):
Step 1: Recognition or Identification Recognition occurs when we observe an anomaly, that observation being an incident, which is a potential defect. This can occur in any phase of the software life cycle.
Step 2: Investigation After recognition, the investigation of the incident occurs. Investigation can reveal related issues. Investigation can propose solutions. One solution is to conclude that the incident does not arise from an actual defect; for example, it might be a problem in the test data.
Step 3: Action The results of the investigation trigger the action step. We might decide to resolve the defect. We might want to take action indicated to prevent future similar defects. If the defect is resolved, regression testing and confirmation testing must occur. Any tests that were blocked by the defect can now progress.
Step 4: Disposition With action concluded, the incident moves to the disposition step. Here, we are principally interested in capturing further information and moving the incident into a terminal state.
Objectives of Testing
Reduce the Risk of Failure Most of the complex software systems contain faults, which cause the system to fail from time to time. This concept of "failing from time to time" gives rise to the notion of failure rate. As faults are discovered and fixed while performing more and more tests, the failure rate of a system generally decreases. Thus, a higher level objective of performing tests is to bring down the risk of failing to an acceptable level.
Reduce the Cost of Testing
The different types of costs associated with a test process include the cost of designing, maintaining, and executing test cases; the cost of analyzing the result of executing each test case; the cost of documenting the test cases; and the cost of actually executing the system and documenting it. Therefore, the fewer test cases designed, then the cost of testing is reduced. However, producing a small number of arbitrary test cases is not a good way of saving money. The highest level objective of performing tests is to produce low-risk software with fewer test cases. This idea leads us to the concept of effectiveness of test cases. Therefore, the test engineers must judiciously select fewer, more effective test cases.
Analyze Root Causes
According to Capability Maturity Model Integration (CMMI), the objective of defect RCA is to determine causes of defects.
Root causes of defects and other problems are systematically determined.
Address Causes of Defects Root causes of defects and other problems are systematically addressed to prevent their future occurrence.
Institutionalize a Defined Process A root cause is a source of a defect; if it is removed, the defect is decreased or removed.
Determine which defects and other problems will be analyzed further.
When determining which defects to analyze further, consider the impact of the defects, the frequency of occurrence, the similarity between defects, the cost of analysis, the time and resources needed, safety considerations, and so on.
Perform causal analysis of selected defects and other problems and propose actions to address them.
The purpose of RCA is to develop solutions to the identified problems by analyzing the relevant data and producing action proposals for implementation.
Conduct causal analysis with the people who are responsible for performing the task.
Causal analysis is performed with those people who have an understanding of the selected defect or problem under study, typically in meetings.
An action proposal usually documents the following:
Originator of the action proposal Description of the problem Description of the defect cause Defect cause category Phase when the problem was introduced Phase when the defect was identified Description of the action proposal Action proposal category
Projects operating according to a well-defined process will systematically analyze the operation where problems still occur and implement process changes to eliminate root causes of selected problems.
Implement the Action Proposals
Implement the selected action proposals that were developed in causal analysis.
Action proposals describe the tasks necessary to remove the root causes of the analyzed defects or problems and avoid their recurrence.
Only changes that prove to be of value should be considered for broad implementation.
Part 2: Process and Methodology
Defect Management Process
There are several high-level steps to be taken in a typical defect management process. The following items are highly recommended, which are also supported by IEEE standards.
Identifying
The first thing that needs to be done is to identify the defect: what is it and how did this happen? The first person who identifies the defect should submit it as defect to his or her lead and the team lead should evaluate, verify, and identify it as a defect, and then it remains an open defect.
Categorizing
When a defect is reported and verified by the test team, it remains as open, then it should be assigned to someone, usually to a related developer. Once the defect is categorized, the defect moves on in the process to the next step that is prioritization.
Prioritizing
Prioritization is typically based on a combination of the severity of impact on the user, relative effort to fix, along with a comparison against other open defects. The priority should be determined with representation from the management, the customer, and the project team.
Assigning
Once a defect has been prioritized, it is then assigned to a developer or other technician to fix.
Resolving
The developer fixes (resolves) the defect and follows the organization's process to move the fix to the environment where the defect was originally identified.
Verifying
Depending on the environment where the defect was found and the fix was applied, the software testing team or customer typically verifies that the fix has actually resolved the defect.
Closing
Once a defect has been resolved and verified, the defect is marked as closed.
Management Reporting
Management reports are provided to appropriate individuals at regular intervals as defined reporting requirements. In addition, on-demand reports are provided on an as-needed basis.
Roles and Responsibilities in Software Development Life Cycle
Business Owner
The business owner requests funding, sets business requirements, and works with the technology owner to make strategic decisions.
Stakeholders
Stakeholders include anyone who will be impacted by a project, including security, risk, compliance, and governance organizations.
Stakeholders should actively work with the analysts, testers, and developers to ensure that the defects have been logged and addressed in a timely manner, participate in defect review meetings, and provide input into the final defect disposition.
Analyst
The analyst's role is responsible for reviewing any defects that impact business and system operations. The analyst should participate or represent someone in defect review meetings to ensure that proper severity and priority have been assigned to the defects. The analyst should work with the testing and development team to confirm that the defects have been properly fixed and retested.
Developer
A developer is responsible for researching and remediating any assigned defects that have been opened by the testers or any other stakeholders. Developers should work with the testers and analysts to provide additional defect information, research the defect, and provide a fix to prevent the defect from recurring. Developers must participate in defect review meetings and provide updates to the defect fixes that are pending disposition as well as discuss any temporary workarounds that apply until a permanent fix is identified and implemented.
Tester
A tester is a project team member performing testing activities such as system testing or user testing. Testers are responsible for testing the application, registering and tracking all testing defects, and documenting any issues that will need to be escalated or reviewed with the management. Testers should work with the business and development team to determine priorities, severities, and remediation dates. Testers must participate in defect review meetings to ensure that all defects are tracked and are appropriate. resolved within the business unit, the business owner shall attempt to resolve the dispute. 
Statement of Purpose
The primary goal of this procedure is to provide clear definitions and a list of values for all software defect attributes. This procedure will ensure that all defect repositories will use a consistent defect reporting and management process.
Risks
It is important that the company or team exhibit suitable and effective controls managing defects, ensuring their timely resolution based on their severity, and update their resolution progress to the stakeholders as it is critical for the company's finance and other key business processes. 
Defect Priorities
The defect priorities and definition may differ from one testing stage to another; sometimes in some projects, it may also differ from person to person. The basic definitions are provided below. The expected resolution timeframe for the defects depends on their priority. Security defects have a prescribed timeframe for remediation that are spelled out in the security, vulnerability, and remediation standard.
Defect Severities
The defect severity definition may also differ from one testing stage to another and also may differ among stakeholders as human perception may be different. In Table 7 .1, in the planning phase:
Progression coverage was planned to cover 100% and actually 100% was covered. Prerelease overall progression was planned to automate 70%, but the actual progression automation was covered 50%. Regression coverage was planned to cover 60%, but actually team was able to cover 80%.
Initial pass rate was expected (as usually some tests fail) to reach 90% (line 9); however, the actual initial pass rate was 80% (line 19), Software Quality Assurance: Integrating Testing, Security, and Audit https://www.crcpress.com/9781498735537 before it reaches its severity level. Validation, verification, inspection, and review helps to prevent defects or severe risk issues. Therefore, it is imperative to introduce defect prevention at every level of SDLC to prevent defects at the earliest occurrence.
Defect Prediction
Defect prediction is a technique of identifying the quality of the software before deployment. It improves the performance. The main objective is Software Quality Assurance.
