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The goal of this master's thesis is to study how the SaaS model affects small- and 
medium-sized software vendors. What are the opportunities it brings? What are the 
challenges?
In this master's thesis I explain the different ways in which a small software vendor 
can start using the SaaS model and under which circumstances it has proven to be 
viable. I also discuss the different business and pricing models that can be used. In 
addition to this I cover the technological enablers and challenges that the SaaS 
concept brings, for instance in the fields of reliability and security of the service.
Methodology
The research was conducted as a literature study and an empirical case study. The first 
part of the study consists of an examination of academic articles, conference papers 
and other publications concerning the SaaS model. The second part consists of an 
empirical case study. The information was gathered by interviewing four small 
software vendors that develop and sell their own software products, either as delivered 
products, as services or as a mix these two different approaches.
Results
Probably the biggest finding of this study was to note that although there has not been 
much discussion on how the SaaS model affects especially small- and medium-sized 
software vendors the companies are already using the model very actively. This is 
proven by the fact that most of the successful large SaaS providers are companies that 
almost nobody knew about five years ago.
Customers buying software applications have become more price-sensitive and 
knowledgeable about different options available for them. Therefore a lot ot 
consideration must be put on pricing models. Developing software solutions to be run 
over the internet creates of course new kind of problems and security threats. For a 
small software vendor it might be difficult to overcome customers’ concerns 
regarding data security and ownership, loss and service’s reliability.
Based on the results of the literature study and the case study it became evident that 
the SaaS model creates opportunities but also brings new challenges for small 
software vendors. Still, the opportunities definitely outnumber the challenges. Any 
small software vendor should at least assess the SaaS model and see how it would fit 
to her particular needs and situation.
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1.1 A service-oriented view on software business
Software as a Service (SaaS) concept is a software application delivery model by 
which a software product vendor develops a software application, which is often web- 
based, and then hosts and operates the application over the internet for use by its 
customers (Sääksjärvi et al., 2005; Waters 2005). The SaaS model is a relatively new 
concept that has become increasingly popular during the last few years. It has many 
things in common with the so-called Application Service Provisioning (ASP) model 
and its origins can be traced back to very early times of computer industry and to the 
time-sharing services that were common back then (Kern et al., 2002; Walsh 2003).
The application service provisioning model became popular in the 1990s (Bennett, 
2000). The biggest difference between the SaaS model and the ASP is that in the 
application service provisioning model the provider usually licenses a commercial 
software application, instead of developing the application by itself, and hosts it from 
centrally located servers (Luit Infotech, 2008). Sometimes the provider also 
customizes multiple versions of the application for different needs of its customers. 
However, the application service provisioning model was soon proven to be 
inefficient and much more costly than originally anticipated: Maintaining commercial 
software applications and customizing them was expensive, the application service 
provider did not have control over the future development of those applications and so 
forth. Many customers also soon discovered that the ASP providers lacked domain 
knowledge to understand their business well enough and customize applications to 
their needs.
Consumers have been using SaaS solutions already for several years without even 
being aware of it. Examples of this include such business-to-consumer services as 
eBay and PayPal (Nassil & Dasl & Shan, 2007). Among the business users the SaaS 
concept started to gain popularity at a time when IT executives became supremely fed 
up with the constantly growing costs of packaged software products (Levinson, 2007). 
These costs consist not only of money needed for the software licenses, but also 
money that must be spent on implementation, consultation, training and so forth.
2
The SaaS model offers significant benefits to both software vendors and their 
customers. For example, the customers do not pay for owning the software itself, but 
for using it as the pricing typically is either subscription or per-use -based. The model 
eliminates initial costs associated in buying software licenses and required hardware 
but also on-going costs and risks of installing, supporting and maintaining the 
software and the hardware.
One of the biggest advantages for software vendors is that the SaaS concept opens 
new markets for them. For instance, large established software developers can expand 
their market reach by providing their software applications as SaaS solutions to small 
and midsized companies. This way SaaS enables smaller customers to get access to 
"best-of-breed" applications that have earlier been out of their reach for example 
because of the high costs (Sääksjärvi et al., 2005). On the other hand, small software 
vendors can potentially expand rapidly outside their local markets or reach bigger 
clients than they could if they would develop and sell ordinary deployable software 
products. This is because often a new SaaS solution is not, at least in the beginning, 
actually sold to companies, but just to a group of users (SHA, 2007). Therefore, a 
lucrative SaaS offering may turn highly successful inside a bigger corporation without 
the company's IT department’s involvement or prior knowledge.
1.2 Motivation for the research
Some studies estimate that the market for SaaS solutions is growing as rapidly as 50% 
each year and some have even claimed that the traditional software is already dead 
(Choudhary, 2007b). Regardless of the growth rates really not being that high, it is not 
exaggeration to say that the SaaS model has had and will have a significant impact on 
the software business. This applies to software vendors of all sizes.
Although the SaaS concept has gained much attention both in trade press and 
scientific articles, there has not been much discussion on how the SaaS model affects 
especially small- and medium-sized software vendors. What are the opportunities it 
brings? What are the challenges? As the differences between the product and service 
business are considerable, the change of focus from more traditional business models 
to the SaaS model is not easily made (Lassila, 2006).
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In this study I explain the different ways in which a small software vendor can start 
using the SaaS model and under which circumstances it has proven to be viable. I also 
discuss the different business and pricing models that can be used. In addition to this I 
cover the technological enablers and challenges that the SaaS concept brings, for 
instance in the fields of reliability and security of the service.
1.3 Research methodology
The research is conducted as a literature study and an empirical case study. The first 
part of the study consists of an examination of academic articles, conference papers 
and other publications concerning the SaaS model. The goal is to build a deep-enough 
understanding of the concept to analyze the opportunities and challenges of the SaaS 
model, especially from the perspective of small software vendors.
The second part consists of an empirical case study. The information was gathered by 
interviewing four small software vendors that develop and sell their own software 
products, either as delivered products, as services or as a mix these two different 
approaches. The objective is to understand how these companies see the SaaS model 
and the opportunities and challenges that it brings.
1.4 Research objectives and questions
The objectives of the literature study are:
• To study the key characteristics of software delivered as a service and the 
factors driving as well as the factors limiting the adoption of the SaaS model.
• To compare the differences between the SaaS model and traditional software 
business models and the effects on sales and pricing strategies.
• To identify the potential opportunities and the potential challenges of the SaaS 
model, especially from the perspective of small software vendors.
The objectives of the case study are:
• To analyze the case companies based on the findings from the literature. Do 
things really work in practice as described in the literature?
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• To understand what have been the reasons why these companies have either 
decided to use or not to use the SaaS model in their business.
• To learn what kind of effects the SaaS model has had on their business, e.g. 
sales, profit and internationalization.
• To study the technical challenges and opportunities these companies have 
encountered when using the SaaS model.
1.5 Scope of the research
The research was done from the perspective of small software vendors, e.g. 
companies developing and selling software products. The main focus is to define the 
major opportunities and challenges of the SaaS model for small software vendors.
For the purpose of this study “small software vendor” means a company that has less 
than 25 employees. Probably most of this research can also be applied to larger 
companies but I decided to study the SaaS model particularly from the perspective of 
small software vendors as there is very little existing research available. In addition, 
small companies have often proven to be the true innovators in the software market. 
This has also been the case with modem web-based software solutions and the SaaS 
model. For large established software vendors, the SaaS market has not been 
appealing enough and as a result, they have tended to ignore it (Gartner, 2007). This 
has opened a window of opportunity for smaller software vendors.
Although some parts of the study may also naturally be applicable to the buyers of 
software applications and SaaS solutions, they have been left outside of the scope of 
this study. From the technical perspective the scope of the research is also limited to 
software services that are used by humans. In other words software services that are 
meant to be used by other software products or which can be used as building blocks 
when developing larger services are beyond the scope of this study.
1.6 The structure of the report
This report consists of five main chapters. The first chapter is an introduction to the 
software as a service model and the study as a whole. The motivation for the research,
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the scope of the research and also the research methodology are covered in this 
section.
The second main chapter contains a literatme study covering the SaaS model in more 
detail, including its definition and history. In addition some key characteristics of 
software delivered as a service are also defined. Based on the literature key factors 
both driving and limiting the adoption of the SaaS model are outlined. In the final part 
of this chapter there is a brief description of how the SaaS model affects business 
models and value chains.
The third main chapter takes a more detailed look at the SaaS model especially from 
the perspective of a small software vendor. Based on the earlier literature study I 
describe what kind of opportunities the new business models create and how these 
may affect sales and pricing strategies. Finally I discuss gaining and sustaining 
competitive advantage, technological enablers and also new technological challenges.
The fourth chapter of this report contains the empirical part. It consists of descriptions 
of the case companies and results of the interviews. At the end of the chapter there is 
analysis of the case study findings.
The last chapter of the report contains the discussion and conclusions. The major 
findings from both the literature study and the empirical part are combined together. 
Finally, some suggestions for further study are given.
2 Software as a service - the SaaS model
2.1 Definition and background
Hosted services, on-demand software, application service provisioning and many 
other similar terms are used to describe the same general concept of providing 
customers with software applications as a service. In the SaaS model the vendor of a 
software product installs and runs the application in its own data center while a 
customer still holds administrative control over the solution. As the application 
vendor is responsible for not only the software product itself, but provides also servers 
and other hosting equipment, maintenance and keeps the solution up-to-date, the 
customer is able to enjoy the benefits of the software application without the burden
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of managing her own servers and taking care of installation and management of the 
product.
Although the term “software as a service” is relatively new, its roots can be traced 
back to earlier concepts and software delivery models sharing many similar ideas and 
goals. As Walsh puts it, even if technology may have changed dramatically over the 
past decades, its applications appear to have come a full circle (Walsh, 2003). To 
validate this argument he gives a definition from 1967 stating the following: “Time­
sharing is a communications-oriented method of using computers. It is a technique 
that permits concurrent utilization of the same installation by two or more persons 
working at remote devices capable of direct, online access to the data processing 
equipment.” One can replace “time-sharing” with “application service provisioning” 
or even with “software as a service” and the Ziegler’s definition still holds true.
The ancestor of the SaaS model, called application service provisioning (ASP), 
became popular in the 1990s. It can be described as a form of selective outsourcing 
where a third-party organization rents generally available packaged software 
applications and related services (Bennett, 2000). In the purest form an application 
service provider is a company that is able to provide its customers with managed 
hardware, application software, network infrastructure and takes full responsibility of 
the whole solution for a monthly fee (Cope, 2000). In most cases application service 
providers did not develop applications themselves but took off-the-shelf applications, 
added some features such as web-based interfaces on top of the standard product, and 
ran the solution for their customers. Many of these providers did not have application 
development expertise or capabilities. It should be noted that because most of the 
applications were not developed to be hosted remotely, performance was often poor.
Many of the application service providers ran into severe problems quite soon 
(Levinson, 2007). While trying to serve the unique needs of each customer, they soon 
lost the economies of scale that were necessary for them to provide their services in a 
cost-effective manner. The SaaS model as a concept started to evolve from this 
problematic situation. The initial ideas of SaaS were first circulated in conferences 
and seminars in 2000 and 2001 and soon the SaaS model became a widely discussed 
topic in trade journals and reports. Some of the first reports and essays that explicitly
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mentioned the SaaS include the 2004 IDC report by Amy Mizoras Konary (Konary,
2004) and Tim O'Reilly's essay "The Open Source Paradigm Shift" (O'Reilly, 2004).
In the spirit of Ziegler’s definition of time-sharing computing mentioned above, 
Sääksjärvi et al. have presented a similar definition for the SaaS model:
Software as a Service is time and location independent online access 
to a remotely managed server application, that permits concurrent 
utilization of the same application installation by a large number of 
independent users (customers), offers attractive payment logic 
compared to the customer value received, and makes a continuous 
flow of new and innovative software possible. (Sääksjärvi et al.,
2005)
Lassila has defined the SaaS model as a networked e-commerce business model 
(Lassila, 2007). The focus is moving from owning the software to using the software. 
In short it can be said that the three most important differences between the SaaS 
model and the application service provisioning model are: 1) The SaaS model applies 
an e-commerce point-of-view instead of the application service provisioning model's 
outsourcing view, 2) The SaaS model emphasizes the capability and need to 
customize customer solutions and 3) The SaaS model is a coherent business model 
concerned with value creation and value appropriation whereas the application service 
provisioning model was more of a technical definition (Lassila, 2006).
At first the application service provisioning and later the SaaS model were mainly 
used in non-mission critical applications such as email, on-line backup and virus 
protection (Seksikäs & Currie, 2002). Today SaaS solutions are available for almost 
all business application areas including Customer Relationship Management (CRM), 
Human Resource Management (HRM) and so forth (Sun et al., 2007). One factor 
affecting availability has been the rapid development of web technologies as typical 
SaaS solutions are often developed specifically to be used online. With browser-based 
access, the learning curve for new, external applications is lower (Bennett, 2000).
2.2 Key characteristics of software delivered as a service
In many ways the SaaS model reminds us of the days of mainframe computing. Back 
then users connected to a central computer and accessed computer programs via their 
terminals. The programs were centrally controlled and available on demand
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(Greschler & Mangan, 2002). In the SaaS concept the situation is very similar. In 
most cases so-called “dummy terminals” have just been replaced with users’ desktop 
and laptop PCs and in some cases even with mobile phones or other handheld devices.
The SaaS model has been called the next paradigm in software application delivery 
and business. This type of online delivery of software applications has already been a 
goal for different parties for a long time (Dubey & Wagle, 2007). In the SaaS model 
the customer does not buy a license for a software application, install and manage it 
on her own servers but signs up for a software service developed and hosted by the 
vendor. Typically SaaS users pay a flat monthly or annual fee or a fee that is based on 
the usage of the service.
This type of outsourcing software applications over the internet can relieve the 
customer of heavy economic and technological pressures (McNabb, 2001). These 
include such pressures as the constant shortage of workforce with suitable IT skills 
and constant hardware and software investments required. The SaaS model also limits 
the required initial investments and costs (Sääksjärvi et al., 2005). From the 
customers’ perspective the SaaS model can be seen as a way to reduce Total Cost ol 
Ownership (TCO) and for software application vendors it opens up new payment 
models and revenue streams (Greschler & Mangan, 2002).
A software provider doing business using the SaaS model is able to achieve 
economies of scale in managing the required hardware, software and personnel 
resources as it can distribute these costs over many customers.
Instead of trying to provide everything to all customers, SaaS vendors typically 
provide single one-size-fits-all solutions (Levinson, 2007). All customers use the 
same version of the software and the underlying program code cannot be customized 
at all or only very little. Any features or new functionalities that are introduced in the 
product become available to all customers. This behavior is also-called multi-tenancy. 
It is one of the key competencies in achieving higher margin by leveraging economies 
of scale (Guo et al., 2007).
Reducing the total cost of ownership is not the only reason for customers in moving to 
the SaaS model. In many cases the more important reason is to cut the time of
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implementation so that the new software solution can be taken into business usage as 
soon as possible (Nassil & Dasl & Shan, 2007; Sääksjärvi et al., 2005). The time 
between when an investment is made and when the benefits of a new software 
application are achieved is a critical component in making the investment decision 
(Waters, 2005). In some cases a long delay in implementation can even completely 
eliminate the Return On Investment (ROI) that the organization was expecting. In the 
worst case the business requirements of the organization may have changed so 
radically that the whole investment becomes obsolete.
According to Sääksjärvi et ai. (Sääksjärvi et al., 2005) other widely accepted benefits 
of the SaaS model include for example the fact that SaaS makes it easier for 
customers to focus more on their core competencies as they do not need to worry 
about the IT infrastructure. Also upgrades are installed automatically enabling the 
customers to enjoy up-to-date technology (Walsh, 2003). In addition, from the 
perspective of small or medium size customers the SaaS model may open entirely new 
possibilities for them as they get access to “best-of-breed” software that would 
otherwise be too expensive for them to buy with the traditional annual or perpetual 
license model.
The SaaS model also makes it possible for the customers to access the software free of 
location and time (Sääksjärvi et al., 2005). This is a valuable option as work 
constantly becomes more mobile. Letting employees operating in the field to access 
company’s information systems remotely, or allowing employees to work from home 
and other remote locations has a significant role in today’s business environment.
As a negative effect the SaaS model may increase uncertainty as it distributes 
responsibilities of the solution among organizations (Walsh, 2003). For example, it is 
typical that the actual SaaS vendor has outsourced the hosting of the solution to an 
external party offering professional data center management. On the other hand, 
relying on a SaaS solution can provide small and midsize organizations with greater 
levels of security and reliability than they could achieve with their own organization 
(Walsh, 2003).
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2.3 Factors driving the adoption of the SaaS model
The factors driving the adoption of the SaaS model can roughly be divided into two 
main categories: 1) Enablers of the model and problems of the traditional software 
engineering techniques 2) Delivery methods. Let us concentrate on the enablers first.
Since the early 1990s the internet technologies as a whole and especially technologies 
related to the World Wide Web have evolved significantly. Today the web can be 
seen as a platform that allows building even the most complex business applications 
on top of it. The breakthrough of the internet has increased the relative homogeny and 
ubiquity of workstations (Waters, 2005). Whether the desktop PC or the laptop of a 
business user is Windows, Macintosh or UNIX-based, it most probably is equipped 
with an internet connection and a web browser which has become the standard for 
universal graphical user interfaces (Tao, 2001).
Prior to the age of the internet standards, it was much more difficult to build generic 
applications that could be run everywhere despite of the underlying hardware and 
software setup. Today’s web-based solutions are reliable enough for the most usage 
cases and the internet can be used to deliver business critical solutions to end users 
(Bennett & Timbrell, 2000). As the internet technologies have evolved, available 
network bandwidth has also increased drastically. Constantly growing data transfer 
speeds and improving quality of network connections have made it possible to 
remotely access data as easily and efficiently as it was stored in one’s personal 
computer or in a local network. Today the physical location of data no longer matters 
as it is completely transparent both to applications and users (Waters, 2005).
It can be said that computing and software applications have in many ways turned into 
commodities instead of being something complex to obtain. As with all commodities, 
software application can simply be evaluated as cost centers and as such are suitable 
candidates for outsourcing and other cost reduction actions. Often when purchasing a 
software application and other IT solutions customers want to allow room for growth 
and tend to purchase more capacity than they actually need (Waters, 2005). Today's 
business organizations are usually under heavy pressure to make wise use of their 
capital expense budgets and thus purchasing more capacity than needed can be 
viewed as an inefficient use of capital.
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In recent years IT outsourcing has evolved to provide more granularity than before 
(Tao, 2001). Instead of outsourcing their whole IT infrastructure companies can today 
choose to hand over as little as one application or a set of applications. Previously the 
only way to change a workflow of a software application was often to modify the 
program code. Today’s software applications can typically be modified and 
customized in a variety of ways just by switching some parameters and modifying 
configuration files. The same base application can thus be used to provide multiple 
different solutions to customers.
Since the 1980s software business has evolved from custom-built solutions 
increasingly towards generic and off-the-shelf software products. Software solutions 
are rarely developed from scratch any more as there are suitable ready-made software 
products available for most industries and needs (Finkelstein & Kramer, 2000). 
Development is more focused on expanding preexisting IT systems, integrating 
different solutions together and interoperability.
The adoption of the SaaS model is also driven by the problems of the traditional 
software engineering techniques and delivery methods which are often said to be 
more supply than demand led (Bennett, 2001). A technology driven development 
technique might work well for development of embedded systems and other solutions 
with clear boundaries and a slow pace of evolvement, but for developing successful 
business applications more flexibility and speed is required.
Bennett states (Bennett, 2001) that for the past 40 years, the techniques, processes and 
methods of software development have been dominated by supply side issues. It can 
be said that the software application industry has been more oriented towards 
developers than customers. To achieve such levels of functionality, flexibility and 
time-to-market of changes which are demanded by the customers today, the software 
development industry has had to radically shift the way it operates. This change has 
led to a more demand-centric view and to a shift from the concern of whether a 
software solution will work towards how well it will work (Finkelstein & Kramer, 
2000).
The change in the software development practices and methods has also affected how 
software solutions are deployed. Earlier taking a large software system into use might
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have taken several months or even years which is often too long in today’s fast paced 
business environment. In the SaaS model many of the typical implementation tasks 
are eliminated as the software solution is already up and running on the SaaS vendor’s 
data center. Therefore deployment times usually are considerably shorter with the 
SaaS solutions than with software applications delivered using the traditional model.
The SaaS model also gives customers a possibility to gain immediate access to the 
latest software versions and updates. This is a very important factor as today's 
business and industrial processes are continually reorganized (Finkelstein & Kramer, 
2000). As the customers’ requirements change, the software solutions also must 
evolve. With the traditional model customers typically always need to wait for the 
next product version to be released to benefit from bug fixes and new features. In the 
SaaS model customers get access to those changes on an on-going basis. As soon as 
the software vendor makes an update to the software solution, it becomes available to 
the customers.
Just like the technology and software development and delivery methods have 
evolved, also the business models and ways of doing things have matured. Today both 
average software vendors and customers are more knowledgeable about the 
responsibilities, rights and obligations of both parties. This has made it easier for 
vendors and customers to enter into service agreements (Waters, 2005). Whereas 
earlier negotiations between a software vendor and a buyer might have taken months 
or even years and involved large number of people not only from the unit that actually 
will use the application, today SaaS solutions are sold very often using highly 
standardized agreement templates and pricing models. This gives customers the 
possibility to easily test drive different software applications and simply stop using 
those ones that do not suit the business needs or the requirements of the company. 
Before this has not been possible in most cases as it would have meant throwing 
already made investments away. For modem customers, who are constantly looking 
for new business areas it is a valuable option to be able to start and stop using a 
software solution very quickly whenever needed. Therefore it can be said the SaaS 
model matches very well the rapid and flexible business development needs of 
today’s companies.
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2.4 Factors limiting the adoption of the SaaS model
Although the SaaS model can be seen as a paradigm shift within the software business 
industry, there still are several factors that limit the adoption of the concept. Some 
types of business applications are better candidates for realizing the benefits of the 
SaaS model than others. In the following we will study some factors causing these 
differences one by one.
In overall it can be said that the SaaS model suits best non-strategic, non-mission- 
critical processes and functions (Levinson, 2007). Some organizations view their 
information systems as strategic assets and thus choose not to rely on applications 
provided using the SaaS model (Walsh, 2003). For example it is very natural that the 
customers have concerns about keeping their data in SaaS vendors’ systems as they 
have no control over those systems (Levinson, 2007). This is for instance especially 
true for organizations in the medical and legal fields as they are typically very 
sensitive about their data. The loss of patient records or legal case documents could be 
devastating to a company or its clients (Walsh, 2003). In addition to the increased risk 
of losing business-critical data, potential risks for the customers include a SaaS 
solution performance related problems and the lack of enough possibilities of tailoring 
and integrating the solution to suit the specific needs (Lassila, 2007).
Similarly as many customers are reluctant to start utilizing SaaS solutions as they are 
afraid of the security of their data, many potential customers also question the 
reliability of software applications provided using the SaaS model. Although internet 
technologies have evolved significantly during the last ten years and even though the 
web has become a suitable platform most business application needs, it is not a fully 
problem-free solution. For instance many users still use their computers in 
environments with limited or no the internet connectivity at all, such as hotels, 
airports and so forth (Greschler & Mangan, 2002). Also business critical systems that 
must be available 24/7 without any interruptions do not tolerate any network outages 
and therefore are not suitable to be used remotely over the internet.
In case a software application needs to be tightly integrated to older legacy 
applications, a solution delivered using the SaaS model is often not the best possible 
choice. Earlier it was relatively typical that software applications were not developed
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integration possibilities in mind and thus integrating a new SaaS solution with some 
old software application might require a large amount of additional programming and 
building new data exchange protocols and even requiring that the integration happens 
within the same operating environment (Waters, 2005). Also when a lot of 
customization work would be needed, sticking with a software application delivered 
using the traditional model often is a better choice (Levinson, 2007). Some SaaS 
vendors even refuse to do any customizations as that would drive up the costs and 
complexity and thus decreasing the benefits of the SaaS model.
As the SaaS market is still quite immature and most example cases are about delivery 
of non-critical applications, the potential customers find difficulties in evaluating the 
model (Desai et al., 2003). This induces a lack of confidence and trust which then 
negatively affects the sales. The lack of standards and best practices can be seen as a 
critical problem that affects customers' ability to make purchase decisions (Sun et al., 
2007). This is especially true when more and more SaaS solutions become available 
from different vendors, through different service protocols and with various 
functionalities.
From a perspective of a new software entrepreneur the SaaS model may seem to offer 
endless opportunities, but it also poses major business challenges (Gardner, 2007). 
One of the largest challenges is caused by the pricing models used when selling SaaS 
solutions: A vendor typically gets paid monthly or quarterly, instead of receiving one 
large upfront payment for a perpetual software license. Even if the vendor would get 
all payments for the first year in advance, it would still receive significantly less cash 
than when selling a perpetual license using the traditional model. This means 
increased funding requirements for the company. The same cash-flow problems also 
affect existing software vendors if they aim to change their business models from the 
traditional model of selling annual or perpetual software licenses to the SaaS model. 
A company's revenues can initially drop even more significantly as the company does 
not receive any more license and consultation fees but a monthly service fee (Lassila, 







FIGURE 1: Example of cumulative cash bum for both SaaS and traditional licensing 
model. Source: Gardner, 2007
For a software vendor other potential risks include technical issues such as possible 
performance and scalability problems and also risks related to managing the partner 
network, for example. A company that has been developing its software product for 
long might not have the required experience and knowhow to run reliable and 
effective hosting operations. Also it might not have skills to develop a software 
platform that is scalable and can support a large number of simultaneous customers if 
the solution suddenly turns out to be very popular.
2.5 Differences from traditional software business models
The SaaS model and the traditional software licensing model, which often is based on 
a perpetual license, have several differences (Choudhary, 2007a). Previously almost 
all commercial software applications have been sold either on a basis of ownership or 
on a basis of perpetual right to use the application. This means that the customer has 
bought the object code, with some form of license to use it (Bennett, 2001). In this 
traditional model the customer has installed and managed the application on its own 
hardware (Waters, 2005). The customers have also optionally made additional 
payments for future upgrades of the software product. The SaaS model, on the other 
hand, is based on a subscription model.
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In the traditional software licensing model software vendors’ revenues generally come 
from three sources (Cusumano, 2007): License payments, maintenance fees and 
additional service fees. Customers make upfront license payments for the right to use 
a software application for example for one year or perpetually. In addition, they 
typically pay annual fixed service fees for a separate maintenance agreement. As long 
as the customers continue to pay the annual fee and do not breach the usage terms 
such as making the software available to more than the licensed number of users, they 
receive patches and updates to the product. Additional service fees are collected by 
the vendors from extra services that the customer requires, for instance from installing 
and integrating the application to the customer’s environment, user training and so 
forth.
One of the biggest shortcomings of the traditional software business model are the 
unexpected costs. It has become common knowledge that the actual purchase cost 
forms often only a small part of the total cost of ownership of the software application 
(Waters, 2005). In his article Waters refers to a market study that has shown that up to 
80% of IT budgets are not spent on buying hardware and software, but on system 
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FIGURE 2: So-called iceberg metaphor of known and hidden costs occurring when 
purchasing software applications. Source: Adopted from Waters, 2005
As the SaaS model does not require large up-front investments from customers, there 
is an impact on cash flows of both buyer and seller. The cash flows are often small 
and more stable rather than large irregular payments (Choudhary, 2007a). With the 
SaaS model customers can estimate their costs much more accurately beforehand than 
what has been possible in the traditional software business model. This way the SaaS 
concept can reduce the execution risk for the customers and allow the customers to 
exit from poor investments with a smaller loss. SaaS vendors are also expected to 
develop their solutions further and to add innovative product features continuously 
and this is seen typically as one of the key advantages of the SaaS model.
When selling traditional software products, the buyer is typically the IT department 
rather than the actual user of the product. When using the SaaS model the situation is 
often reversed and the buyer is the user (SIIA, 2007). Web-based software solutions 
have given the users the power to decide what software solutions they want to use 
regardless of what their company’s IT department says. As previously most of the 
software application sale was focused mainly towards IT decision makers, today 
software vendors are increasingly targeting business managers and instead of proving 
how technically advanced their software solutions they want to prove the decision 
makers of how the solution increases efficiency, decreases costs and so forth.
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As the marginal cost of copying software just like any other digital product is 
essentially zero, the price of the software can fall and does fall to zero as well 
(Cusumano, 2007). Customers know this and have started fighting against high prices 
for instance by delaying their purchases until the last week of the end of the fiscal 
years so that they will get large discounts on license fees. The trend towards zero 
pricing or free software could be devastating for software vendors unless they can 
figure out how to convert customers to different pricing models and delivery schemes. 
The SaaS model can be one solution to this situation. Even if a customer is able to 
find a suitable open-source software application that would perform the same tasks as 
a commercial SaaS solution, the customer would still need to organize hosting and 
maintenance for the application. By paying a small monthly fee the customer gets the 
application and hosting in one package, often with a Service Level Agreement (SLA) 
covering service levels, speed and availability and problem resolution standards to 
ensure a mutually acceptable performance (McNabb, 2001).
In the SaaS world there is no media containing the software product that could be 
illegally copied and therefore no risk of copyright infringements in the traditional 
sense (SIIA, 2007). As the software solution is fully controlled by the vendor, the 
probability of legal issues related to licensing of the application and intellectual 
property rights is smaller. Acceptable price structure is an important factor, as well 
(McNabb, 2001). As customers are paying not only for the software application itself 
but also for hosting, maintenance and other services, temptation to use the software 
illegally is lower.
2.6 The SaaS model and value chains
Traditionally companies have been atomistic actors competing for profits against each 
other in an impersonal marketplace (Nordstrom & Sääksjärvi, 2004). This has been 
more or less the case also among software vendors. If a SaaS vendor wants to create a 
highly successful business, in most cases it can not do everything by itself. Instead 
success requires building a network of key partnerships.
Well-known strategic framework introduced by Porter (Porter, 1985) describes five 
competitive forces that determine attractiveness of an industry:
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• Threat of new entrants ,J
• Threat of substitutes
• Bargaining power of buyers
• Bargaining power of suppliers
• Rivalry among the existing competitors
Based on the analysis of these five forces, a company must decide the type of 
competitive strategy it wants to adopt (Smith & Rupp, 2002). Generic strategies are 
cost leadership, differentiation and focusing.
According to Porter any company choosing the cost leadership strategy aims to be the 
lowest cost producer in the industry and thus the company that is able to offer the 
lowest prices. This may be the result of economies of scale or proprietary technology, 
for example. In a differentiation strategy the company seeks to be unique in its 
industry for instance by producing a product uniquely different from its competitors. 
The differentiation can be based on the product itself, the delivery system, the 
marketing approach and a broad range of other factors. If a company chooses focusing 
as its base strategy it means that the company customizes its strategy to serve a 
narrow segment or segments within an industry. As Porter says, by optimizing its 
strategy for the target segments, the company tries to achieve a competitive advantage 
in its target segments even if it does not possess a competitive advantage overall. An 
example of how Porter’s value chain can be used when analyzing the potential of a 
SaaS solution is shown in figure 3.
20
Pert tr'« (19*5. 1991) 
Velue Chain
Identify Company 





Assign costs and assets 
In value chain 
activities.
0
Review cost percents 
for each s alue activity. 
Benchmark to 
historical company cost 
% or to industry 
averages.
FIGURE 3: Porter’s (1985) generic value chain. Source: Adopted from Smith & 
Rupp, 2002
As with traditional software product business, also companies providing solutions 
using the SaaS model can rely not only on direct sales but use indirect channels as 
well. These indirect sales channels are fundamentally different from the indirect sales 
channels used when selling packaged software products (SHA, 2007). There is no 
inventory or logistical issues to be solved, no repair service and no physical goods to 
be installed or connected.
In a white-paper published by Software & Information Industry Association’s (SIIA, 
2007) the term ‘catalyst’ is used instead of the term ‘reseller’ or ‘Value Added 
Reseller’ (VAR) to describe the indirect channels partners in the SaaS world. These 
partners are more than traditional software product resellers in a sense that they are 
often parties who understand the business needs of a customer very well. They can, 
for example, be consulting companies or system integrators working to improve a 
customer’s sales, marketing, HR or logistic processes. In addition, they understand the
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advantages and possibilities the SaaS model offers and are able to propose a SaaS 
model based solution to their customer.
3 Small software vendors’ perspective on the SaaS 
model
3.1 New business models - new business opportunities
Although a SaaS offering is usually delivered over the internet with a business model 
that is very different from those used traditionally when selling software, it is still 
about delivering a software application in essence (Sun et ah, 2007). The whole SaaS 
market is yet quite immature and will evolve a lot in the coming years. This opens up 
many possibilities for new and innovative small software vendors who are familiar 
with their past and are not afraid of the future.
Earlier software sales have been very much a one-to-one type of business, even when 
selling software products and not just customized solutions. E.g. a vendor and a 
customer have negotiated and agreed on the software application that will be 
delivered, its features and functionalities and also the commercial terms for the deal. 
Often these negotiations have lasted months or even years. In the SaaS model this has 
changed drastically and instead of one-to-one business relationships it is a question of 
one-to-many relationships. Just like the software vendor tries to standardize the 
application as far as possible, it also should try to standardize the business model and 
the agreements at least to some extent. In the SaaS model it is not a viable option for 
the SaaS vendor to discuss and agree of the business terms separately with each 
customer. Sales cycles can be shortened even to days, which is a great advantage for 
the vendor.
Software vendors should treat the SaaS model as a strategic area and as an 
opportunity to increase revenues and profits (Cusumano, 2008). What might seem to 
be some sort of inflexibility is actually only a way to focus on the core competences 
and the core business model so that the vendor would be able to serve its customers as 
well as possible.
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The differences between the product and service business are significant and it is not 
easy to change a company’s business model from one to the other (Lassila, 2006). 
This might also be an opportunity for a new software vendor: If changing an existing 
business model is difficult for incumbent company, probably starting a fresh company 
with a fresh business model could be easier. For instance, the SaaS concept is built on 
a recurring revenue model (SHA, 2007) and involves small, stable cash flows 
compared to large, irregular payments under perpetual licensing (Choudhary, 2007a). 
A healthy financial model is often very different from the traditional software industry 
and the company must understand concepts such as deferred revenue. This must be 
taken into account when planning how the company will finance the product 
development, launching the product, marketing, sales and so forth.
From the vendor’s perspective the SaaS model can bring more stable revenue streams 
and also make customer relationships stronger than compared to the traditional 
software business models (Rowell, 2007). Still, for a company that has been 
successful in selling software applications using the traditional models it might be 
hard to justify the change into the SaaS model even though its importance may be be 
recognized (Schuller, 2007).
For young startup companies the SaaS model is more of an opportunity than a threat. 
Web-based solutions have evolved significantly and today there is no reason why the 
internet could not be used as a platform for business critical solutions (Bennett & 
Timbrell, 2000). As developing software with web technologies is very cost-efficient, 
it gives even a small company the possibility to develop a first-class SaaS solution 
with none or very little external capital. Another big advantage of web technologies is 
that they make it possible to launch a new software solution to the public without 
major costs allowing the small company to start selling its product without the need to 
first invest heavily in building sales channels and sales support organization.
For existing software vendors that are interested in the SaaS model there are several 
different approaches available (Schuller, 2007). A situation, in which a software 
vendor decides to create a SaaS offering to replace a soon to be discontinued software 
product that has earlier been delivered using the traditional methods, is called a full 
product replacement. Such strategy causes the highest level of cannibalization of the 
existing market but also might be very rewarding on the long-term, if successful.
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Respectively creating a complementary offering is defined as a SaaS offering that is 
complimentary to a company’s existing software product (Schuller, 2007). This kind 
of strategy might seem lucrative because it does not alienate the existing customer 
base. Another strategic option is to introduce a light version of an existing product 
targeting a subset of the customer base. This can be viewed as a poor long-term 
strategy as it reflects that the SaaS model is merely a marketing tool rather than a new 
business model that has the full support of the organization.
The SaaS model also alters the relative bargaining power between buyers and sellers 
as the buyers do not need to make large investments beforehand. This makes the 
switching away from some solution financially more viable. Then, on the other hand, 
additional switching costs can incur for example because all application data is stored 
in the vendor’s systems (Choudhary, 2007a). In theory, adding artificial lock-ins to a 
SaaS solution preventing customers to move away from the application might sound 
like a good idea but often it is not. The high switching costs might just turn away 
potential customers who are already concerned about security and reliability of the 
SaaS model. Instead, an easy and free or low-cost possibility to get one’s data back 
intact potentially increases the attractiveness of a SaaS solution (Ma, 2007).
Even if the internet is a global medium and if internet technologies have been one of 
the enablers of an accelerated internationalization for many companies, the prediction 
of the internet as a completely borderless worldwide market place is not realistic 
(Borsheim & Solberg, 2004). In theory it is true that the market for a new web-based 
solution is automatically global but in reality it is not the case for many application 
types. Reasons for this are manifold.
For example many customers want to use a software solution that is available in their 
local language and therefore the software vendor must be capable of providing 
localized versions of the solution to be successful. Also local legislation and 
regulations may cause additional work. For instance, launching a new SaaS solution 
for financial administration or accounting purposes is not possible if the software has 
not been localized to fill the specific requirements of each market.
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3.2 Sales and pricing strategies
It has been said that the software business is an industry of frequent change and that 
no changes are more important for both customers and vendors to understand than the 
changes occurring in pricing (Cusumano, 2007). A decade ago nearly all software 
vendors, small and large, sold software using only the up-front license fee model 
(Cusumano, 2008). Since then a lot has changed in the software industry and 
companies have been innovative in creating new more or less viable sales and pricing 
strategies.
Any SaaS vendor has a wide range of options for pricing its solution offering. The 
SaaS model at least partly eliminates the need for manufacturing cardboard boxes, 
printing manuals, managing stock and so forth (Tao, 2001). Also as there is no 
software that needs to be installed by the customer, there is no need to provide support 
for it. As the software application resides on a server, customers can not copy and 
distribute the application illegally. The SaaS vendor can implement a bug fix and add 
new features to the product whenever and without the need to inform the customers 
about it, wait them to download an upgrade patch and install it.
All the above mentioned possibilities for cost savings clearly support the decreasing 
trend of software pricing that was discussed earlier in this study. This has enabled 
even very small companies who do not have their own IT departments or any IT skills 
and who operate with limited budgets to leverage a SaaS offering to run their business 
better (SHA, 2007).
For instance, the SaaS vendor can offer a basic version of its solution for free and 
charge customers only for the use of a more advanced version of the service. Other 
pricing options include payment on a per-use basis, payment on a subscription basis, 
payment for a lifetime and so forth. Also, a model in which the solution is namely free 
but in which the customer needs to pay for some additional features that are actually 
essential could be chosen.
Despite the large number of different options available and the significance of the 
decision, the choice between the different models is typically considered to be just a 
marketing decision that is often done only after the product development (Choudhary,
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2007a). Still, according to Choudhary, the business model decision influences a 
vendor’s incentive to invest in product development. In his study Choudhary clearly 
shows that the SaaS model leads to greater investment in product development and 
therefore products with better quality under most conditions than the traditional 
software licensing model.
Under the perpetual licensing model, new features are typically made available as a 
part of a new product version. In addition vendors also provide so-called patches that 
typically do not offer substantial new features but fix detected problems and repair 
features that were promised. The reason for this behavior is that the vendors earn 
revenues from future product upgrades while these patches are typically provided to 
the customers for free. Therefore, a profit-maximizing vendor always tries to publish 
new features as a part of an upgraded and price it accordingly. In the SaaS model all 
updates are provided to the customers as soon as they become available. This is due to 
the subscription pricing in which the vendor has an incentive to keep the customers as 
happy as possible. Therefore, it can be said that in the SaaS model the vendor will 
typically invest more in software quality compared to a vendor who sells software 
using the perpetual licensing model.
Many times the product is not sold to a business, but to a group of users. Therefore, 
marketing of a SaaS offering must also be very different (SHA, 2007). Adoption of 
SaaS solutions is partly driven by end-users, who are constantly looking for 
applications that help them to do their jobs better and who benefit from the possibility 
to access an application from anywhere and using virtually any web-enable device 
(Rowell, 2007). This is a fundamental change for many organizations in which IT 
purchases have previously been led by IT departments and understanding this creates 
completely new sales opportunities for SaaS vendors. In the best case a vendor is able 
to make single users to start using its solution and the rest of the company will follow.
While commoditized network and server technologies and widely available open- 
source software solutions have allowed to launch new companies with less funding 
than was necessary earlier, the cost of acquiring and supporting SaaS customers is 
significant (Gardner, 2007). For a small software vendor it is not easy to find 
companies that are in the middle of making a software investment decision and to 
persuade them to purchase a SaaS solution instead of a traditional software license.
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The key to success are strong partnerships. By building a network of technical 
consultants and others who often take part in the early phases of a software purchase 
process, the small SaaS vendor can increase its success-rate significantly. Still, despite 
of this, most companies offering software products using the SaaS model sell though 
their internal sales teams (SHA, 2007).
Success in providing a software product using the SaaS model requires either enabling 
hybrid revenue logic that allows low priced software offering or customization and 
lock-in to justify higher prices (Sääksjärvi et al., 2005). According to industry surveys 
the majority of customers expect that they can integrate the SaaS solution with their 
existing software applications or other SaaS solutions they use (Sun et al., 2007). This 
is also an important driving factor to make the SaaS model more attractive.
Today many SaaS vendors deliberately make it as hard as possible for their customers 
to switch to some other solutions (Ma, 2007). This is done either by introducing long 
contract periods or high cancellation fees or by using technological measures to lock- 
in customers. In his study Ma (Ma, 2007) states that this should not be the case in all 
situations. He says that the contracts should be designed so that there would not be 
high cancellation fees and that the customers would always have the possibility to get 
their application data back intact and that the vendor promises to cooperate in the 
switch. According to Ma, the increased attractiveness of this type of a contract would 
allow the SaaS vendor to draw users who otherwise might choose the traditional 
software licensing option. This would then increase the profitability of the SaaS 
vendor.
The SaaS pricing model typically eliminates separate maintenance payments 
(Cusumano, 2008). SaaS vendors usually provide their services based on a flat-fee 
that helps in improving a customer’s cost controls. In their study Bennet and Timbrell 
(Bennett & Timbrell, 2000) present how this can be utilized also in marketing a SaaS 
offering. First, choosing a SaaS solution instead of a traditional software product often 
assists the organization in allocating costs in a way that links them more directly to 
usage. This can then respectively lead to a reduction in excessive user demands, 
overuse and negligent change requests. Another reason is that the SaaS offering gives 
the customers more flexibility and allows them to focus on their core competencies. 
This is important for example when corporate structures are changed for instance
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because of downsizing or a merger. It is important also when a customer does not 
have capital to establish its own IT organization, which is often the case with startup 
companies, for example.
As mentioned, for companies with limited IT resources such as small and medium 
sized businesses, the SaaS model is an affordable way to access software applications 
(Ma, 2007). Still, even though pricing and reduced total cost of ownership from often 
the spearhead of the argument when selling SaaS solutions, they can not be the only 
ones. SaaS vendors must offer their customers also strategic benefits such as more 
secure data, remote access to applications and so fort (Seksikäs & Currie, 2002).
3.3 Gaining and sustaining competitive advantage
Contradictory views exist about whether or not the SaaS model makes it easier or 
harder to entry the business. According to Sääksjärvi (Sääksjärvi et al., 2005) the 
entry barrier is relatively high from the perspective of a software application 
developer. Therefore, the SaaS concept can be seen as a realistic option only if the 
developer can offer immediate customer value. Some software vendors have been 
reluctant to invest in the new business model even if their customers have been 
interested in the SaaS model (Seksikäs & Currie, 2002).
On the other hand, Desai (Desai et al., 2003) sees the SaaS market as highly 
accessible and thus also highly competitive because it is relatively easy for new 
entrants to penetrate. What can be said for sure is that from the perspective of a small 
software product vendor the SaaS model offers new ways to succeed among the 
competitors regardless of the effect of the model on the entry barrier.
The question is much about which customer segment or segments to target and which 
types of applications to offer to these target customers. To be successful a SaaS 
provider must find its own niche. For example, the SaaS model works well for 
business needs and processes that are being automated for the first time (Levinson, 
2007). If there are no legacy processes in place, there is nothing to replace and 
therefore there are probably fewer change-management challenges and also less 
resistance towards change. This creates opportunities for innovative startup
28
companies that can identify such business areas that are not served by the existing 
vendors and target those niches.
Like in any e-business, the value creation potential of a SaaS offering is based on four 
independent dimensions: efficiency, complementarities, lock-in and novelty 
(Sääksjärvi et al., 2005). According to the original definition presented by Amit and 
Zott (Amit & Zott, 2001) in this context efficiency describes possible reductions in 
transaction costs. The greater the transaction efficiency gains that are enabled by a 
particular e-business, the lower the costs and hence of more valuable it will be. 
Complementarities describe the value potential from bundling products and services 
together in innovative ways that provide more value than the value of each product or 
service separately. Lock-in describes the potential value in motivating customers to 
make repeat purchases. Novelty describes value creation that results from developing 
more innovative ways to conduct the business. The four value drivers are shown in 
figure 4.
From the perspective of gaining and sustaining competitive advantage probably the 
most important value drivers are novelty, lock-in and complementarities. Examples of 
novelty include launching a SaaS solution offering for some completely new customer 
segment, for instance developing a small-scale enterprise resource planning solution 
suitable for small business, or a combining a software application and related services 
in a new innovative way. Lock-in can also be a positive factor and instead of 
achieving lock-in through directly or indirectly increasing customer’s switching costs 
the vendor can pursue customer lock-in through different types of loyalty programs 
and by enabling customers to customize solutions to fit their individual needs and so 
forth. Complementarities may of course be developed by the solution vendor herself 
but often they are available also through partnering with third party companies.
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Novelty
• New architectural configurations
• New components
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FIGURE 4: The four value drivers. Source: Amit & Zott, 2001
For instance, the customers may need help in maximizing value of their investment 
and support for business process adjustments. According to the Software & 
Information Industry Association’s white-paper (SHA, 2007) this is the biggest 
opportunity for the catalysts. This is especially the case with small and medium sized 
customers who will still need a catalyst to assist them in making the purchase decision 
and implementation of the SaaS solution.
Just like the SaaS vendor itself, also its partners must understand the differences 
between the financial model of the SaaS concept compared to the traditional software 
product business. A catalyst can make money for instance from referral fees paid by 
the vendor, by sharing subscriptions revenues with the vendor or by selling additional 
services such as integration and customization work to customers. The vendor and the 
catalyst can also create joint operations such as co-operative marketing funds.
Although a software solution is delivered over the internet and does not require 
anything to be deployed locally, it does not mean that there is no need to train a 
customer's staff in a new system or new processes (Bennett & Timbrell, 2000). Issues 
such as communication, change management and training are therefore highly 
essential parts of a successful SaaS solution sales process. These are exactly such
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tasks that can be outsourced to a catalyst. This is especially the case when selling 
solutions to customers operating in countries in which the SaaS vendor has not 
established its own presence.
The most important value a catalyst can bring to a SaaS provider is to provide the 
business process relevant implementation and integration services to the customers 
(SHA, 2007). Regardless of the business model chosen by the catalyst, the catalyst 
must understand the business processes of the customers very well and also have a 
good understanding of the respective business verticals in order to increase the 
business of a SaaS provider.
A successful partnership is always based on a joint engagement for a win-win 
situation (SHA, 2007). For instance if the SaaS provider views the catalyst just as an 
external sales force who is even competing with the provider’s internal sales team, 
there is little chance of success. Instead, the vendor should organize training courses 
for the catalysts, setup innovative and well-structured partner programs to motivate 
them and so on. In addition, a SaaS vendor must always keep their catalyst partners 
aware of what they are going to do. If there is a breach of trust, the catalyst can 
always look for a new company to partner with.
3.4 Technological enablers
It has always been possible to start a new software company with just two individuals 
working in a garage but today it is easier than ever (Cusumano, 2008). Still even in 
the late 1990s founders of a new software company had to spend large amounts of 
money to get such levels of computing and networking capacity and services that are 
today available almost for free. This combined together with the availability of free 
open source software has made it viable to launch for example a new SaaS offering 
with much smaller investment than it was possible before.
The process of network and server technologies getting not only better but also 
cheaper all the time can be called commoditization (Malik, 2003). In the early 1990s 
the cost of the server hardware was much higher than it is today. As the prices started 
gradually decrease started also the adaption of commodity servers for hosting 
enterprise applications away from mainframe and RISC-based environments (Castro-
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Leon et al., 2007). Earlier when a mainframe or a RISC-based system ran out of 
capacity, it had to be replaced with a new system costing hundreds of thousands or 
millions. In this situation commodity servers offered an attractive value for money 
ratio with the option of additional capacity in increments of just thousands or at 
maximum tens of thousands.
Similarly as the prices for network and server technology have dropped, the advent of 
free and open source software has driven down software prices and therefore also 
strengthened the trend of moving from traditional software licensing models to SaaS 
offerings (Cusumano, 2008). Cheap or free standardized technology platforms reduce 
the initial infrastructure costs (Nassil & Dasl & Shan, 2007). Today many critical 
components such as operating systems, databases and application servers are available 
as free open source software (Cusumano, 2008). A robust SaaS solution can be built 
using them virtually for free.
Today there is often no need for a new entrepreneur to build a dedicated technical 
environment as different hosting and network service providers are available for all 
imaginable needs. Still, the development of new technological and business model 
innovations has not stopped at these inexpensive hosting service providers. Lately a 
range of new services have started to emerge under the terms Platform as a Service, 
Computing as a Service and so forth. All these are very appealing concepts especially 
for many smaller software vendors: Instead of acquiring hardware and building one’s 
own hosting environment or instead of buying hosting capacity from a third party data 
center provider, the software vendor can simply specify a required configuration, push 
a button and a suitable virtual server or data storage spaces are configured 
automatically. Customers are charged for these virtual servers and storage spaces 
based on the usage.
Maybe the most well-known examples of the platform as a service concept are 
computing and storage services offered by the famous e-commerce company Amazon 
(Amazon, 2008). Its Amazon Elastic Compute Cloud (Amazon EC2) is a web-based 
service that presents a true virtual computing environment, allowing any software 
vendor to use web service interfaces to setup a virtual server, load it with vendor’s 
own application environment, manage network's access permissions, and run the 
software using as many or few virtual servers as needed. Similarly Amazon Simple
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Storage Service (Amazon S3) provides a simple web services interface that can be 
used to store and retrieve any amount of data, at any time, from anywhere on the web.
Also the search engine company Google has recently launched its own platform as a 
service solution called Google App Engine (Google, 2008). Still in a preview phase, 
Google’s solution offers software developers an easy and cost-efficient way to run 
their web applications on Google’s infrastructure. The goal is to make it easier for 
web developers to build and scale applications, instead of focusing on system 
administration and maintenance.
From a SaaS provider’s point of view virtual hosting environments like the ones 
offered by Amazon and Google open up very interesting opportunities. Another 
significant change in the development practices is the introduction of so-called 
Service-Oriented Architectures (SOA). In a service-oriented architecture application 
logic is encapsulated in services that have uniformly defined interfaces and that are 
made publicly available via different discovery methods (Schroth, 2007). These 
services may then be retrieved, combined together and used as building blocks for 
other services.
Software applications are often relatively heterogeneous with respect to technical 
platforms they are built on, programming languages used and how they can be 
integrated and customized (Schroth, 2007). Encapsulating them with uniform 
interfaces enables easier integration between different software solutions and also 
development of so-called service compositions that are actually new applications built 
on the basis of existing services. Services offered by Google are a good example of 
this (Google, 2008). It is unnecessary and inefficient for developers to write 
components like authentication and email from scratch for each new application. 
Software vendors who start using Google’s Google App Engine solution can make 
use of its built-in components and Google's broader library of APIs that provide plug- 
and-play functionality for simple but important features.
A SaaS vendor should try to develop as compatible product as possible (Ma, 2007). In 
other words the vendor should put emphasis on using open languages and standards, 
whenever possible, and build application with modular structure and loose coupling. 
Also, SaaS is likely to strengthen the publisher’s incentive to improve the deployment
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and maintenance processes (Choudhary, 2007a). In the best case this creates new 
business opportunities for the vendor as it can start providing other vendors with parts 
of its own software solution. Just like companies like Google and Amazon have 
opened their state-of-the-art hosting and software infrastructure for external parties.
3.5 New technological challenges
3.5.1 Security and reliability
Along with a good pricing model, reliability and support services, security is a key to 
success for any software vendor launching a SaaS offering (McNabb, 2001). This is 
especially true if the vendor provides its solution to a number of competing customers. 
As Walsh has put it, an organization relying on an outsourced software solution will 
take the blame from its clients in the event of system failure (Walsh, 2003). Even a 
small problem either in security or in reliability can cause customer dissatisfaction 
that can be difficult to repair. Therefore it is clear that the customer needs deep 
confidence in the SaaS provider.
A simple example of stock quote service shows well the many difficulties with the 
security: By using such service the customers makes it known to the service provider 
that they are interested in a certain stock (Boyens & Günther, 2002). To secure the 
service, several issues must be addressed that Boyens and Günther cover in their study. 
First of all, access to the service should be given only to authorized users with the 
appropriate security level. Also the data connection between the customer and the 
service must be secure to protect confidentiality and integrity. Last, all user specific 
data stored remotely at the service provider’s infrastructure must be secured so that it 
is available only to the appropriate user and protected from attacks by any third party.
Typically all business data related to some SaaS solution that a customer is using is 
centrally stored and managed by the SaaS vendor (Sun et al., 2007). Therefore, 
securing the data stored in the SaaS provider’s environment is one of the key factors 
in boosting the confidence of potential customers. Horror stories and paranoia about 
the hacking of business related software systems have made companies skeptical 
about hosting their business-critical data remotely (Desai et al., 2003). This is 
especially the case if the service provider is not widely recognized and well-known.
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Also, even if there is a relationship of trust between the customer and the vendor, 
there may be legal reasons why sensate data can not be stored remotely. Examples of 
such data include for instance medical records (Boyens & Günther, 2002).
As systems become more complex, ensuring their accessibility becomes more 
important (Brereton, 1999). As the SaaS solutions become more critical for the 
customers, the SaaS vendor must invest heavily in backup and security systems 
(McNabb, 2001; Walsh, 2003). Such include backup data systems, computer, power 
system and network redundancy, automated backup, storage management, data and 
disaster recovery and multiple contingencies.
Often these security and reliability safeguards go beyond what many small to midsize 
companies can afford (Walsh, 2003). Still, even if the hosting center managed by the 
SaaS provider would be more reliable and secure than local servers hosted by the 
customer itself, network outages can render the whole SaaS application useless. 
Therefore the network contingency plans must be made very carefully, both by the 
SaaS application vendor and the customer.
In most cases the customers also require a detailed Service Level Agreement (SLA) to 
be assured of reliability. Typically these service level agreements include enforcement 
provisions that give the customer the ability to terminate an agreement and even 
receive a refund if the provider does not deliver what is promised (Smith & Rupp, 
2002). Such provisions include demands for system and data security, continuous 
system availability and so forth. For example reliability requirements in the range of 
99.999 percent are not uncommon (McNabb, 2001). In practice, a demand such as 
mentioned before means that the SaaS service can be offline only for little more than 
five minutes per year which essentially means the same as 24/7 availability without 
any outtakes.
Despite of the SLA’s and guarantees given not every customer feels comfortable 
about leaving sensitive corporate data to the responsibility of a service provider 
(Boyens & Günther, 2002). This is especially the case if the service provider is not 
widely recognized and well-known. One method to increase customers’ trust on the 
SaaS offering is to provide them a way to export their data from the system (Levinson, 
2007) in case they want to discontinue to use the solution or to migrate to some other
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system. Another way to increase trust among the customers is to run a call center that 
is both accessible and staffed with skillful workforce. Such additional service is an 
important asset when customers use the SaaS offering as a part of their business 
critical systems. Also letting third parties like an accounting or a consulting company 
to audit and certify the SaaS offering can improve the confidence level of the 
customers and potentially real levels of security and reliability as well.
3.5.2 Performance, customization and integration
Although technological development has created many new opportunities and made it 
easier to launch a SaaS offering than ever before, it has also brought new 
technological challenges. For instance, all technology used should be so secure that 
the SaaS vendor is able to guarantee that the data stored in the service is fully 
protected and can not be hacked or accessed by outsiders.
Experienced software vendors who are migrating to the SaaS model have often the 
biggest capability gap in the operational and customer service skills necessary to 
deliver quality software solutions online (Dubey & Wagle, 2007). To meet the 
operational challenge of hosting the software solution companies need to develop 
capabilities to handle large data center operations, systems and network monitoring 
and so forth. Building a suitable infrastructure for a SaaS offering is a complex task 
that requires a committed team and a focused effort (Rowell, 2007).
A SaaS vendor must give customers what they are looking for. Availability is one of 
the important performance characteristics (Walsh, 2003). From a technical point of 
view ensuring that the SaaS solution is available 24/7 means several new challenges. 
The vendor must monitor carefully both the application itself and also the hosting 
environment. The vendor must also beforehand create plans for different kinds of 
crisis situations, e.g. what happens if a server breaks down, a network outage occurs 
and so forth. This is especially important if the SaaS provider for instance relies on a 
third party that provides hosting services. In addition, the vendor must plan and build 
the whole environment from the beginning so that it supports load balancing and new 
capacity can be introduced when needed (McNabb, 2001).
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An innovative SaaS provider can also use the monitoring capabilities for its own 
product development purposes. By monitoring the usage of a SaaS solution the vendor 
can gain a greater understanding of how its customers interact with the product and 
discover for example the most and the least popular features and identify which 
features appear to cause the most problems (Tao, 2001). Such information is very 
valuable when developing the SaaS solution further.
Similarly like software vendors who want to start to provide SaaS solutions must 
develop new technical capabilities, they must also change their attitudes toward 
customer service (Dubey & Wagle, 2007). With multi-tenant software solutions 
system outages and network problems can affect a large number of customers at once 
and demand immediate attention. The more mission-critical a software solution is, the 
more important it is that all problems and failures are handled and fixed without any 
delays. This means that for example it is not enough to have technical staff available 
only during the office hours.
Although the multi-tenancy approach brings a number of benefits, it also introduces 
several additional complexities in application development, deployment and 
management (Guo et al., 2007). As all customers use the same application for instance, 
they should not suffer any significant issues in security, performance, availability, 
manageability or configurability because of the SaaS model. Ensuring this might be 
especially difficult for software vendors who have not designed their applications for 
multi-tenancy from the start. Often a massive and time-consuming re-engineering 
project would be required to change a software application1 that has not been 
architected and developed for multi-tenancy to support it.
Still, even developing a multi-tenant software application from scratch involves many 
new challenges that must be taken into account (Guo et al., 2007). For instance 
regardless of the size of a customer, each one of them wants to have their specific 
needs reflected in the software (Bennett & Timbrell, 2000). This is a major challenge 
for a SaaS vendor as it runs only one instance of the application and as the base 
product should be kept the same across the customers to gain economies of scale.
A good SaaS solution enables customers to customize their own service in runtime 
without impacting others (Guo et al., 2007). Traditionally this type of changes would
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have required modifications to the program code and application re-deployment. 
Today it should be possible to perform such operation online and instantly enjoy the 
benefits of the changes without any cumbersome and long development and 
deployment projects.
Usually there exists a need to integrate several SaaS services and other software 
applications together. It is typical that these different services come from different 
vendors, have various functionalities and use different protocols (Sun et ah, 2007). 
Integrating a SaaS model based application with on-premise IT systems is very much 
different a task than integrating two local systems (SHA, 2007). The local system can 
often be customized as much as is needed to get them to work together. Also it is 
possible to build different routes for transferring data between the systems, for 
instance using shared network drives.
When integrating a SaaS solution with another SaaS solution or with some locally 
hosted software application, multiple different methods exist. Often it is enough just 
to enable users to log on to the system once and then access all available software 
solutions using one set of user-ID and password (Sun et ah, 2007). User-interface (UI) 
integration can of course be evolved also much further. Different software 
applications from different vendors can even be made to look like each other, if 
necessary. Integration on a program level means that a business process of one 
software application triggers a business process of another application. Data 
integration means that the two solutions use a shared database or some other data 
storage. Different available integration methods are shown in figure 5.
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FIGURE 5: Example of SaaS consumption and integration environment 
Source: Sun et al., 2007
A large proportion of the world's business applications are still so-called legacy 
programs, e.g. software that has been developed with outdated technology (Sneed,
2006). These are actually the programs that run the information systems of the 
business world and in many cases migrating to new technologies is impossible 
without taking these programs along in a way or another. Legacy programs can for 
instance be wrapped behind different shells and interfaces. Another option is to 
replace an outdated legacy program with a completely new solution but often that is 
not a viable option because of for example the costs
At the moment one could say that the legacy problem is likely to get worse. This is 
caused by the fact that more often the software technology changes the greater is the 
proportion of legacy software (Sneed, 2006). Also more and more software solutions 
are built on separate components obtained from many different sources, (Brereton, 
1999) which causes more and more integration work.
3.5.3 More rapid development and maintenance cycles
An important factor in the SaaS model is that it is demand-led rather than supply-led 
(Heide, 2006). It means that the model encompasses the potential for constant change. 
The SaaS model allows software vendor to introduce more competitive software 
solutions with shorter life cycles (Aramand, 2007). This is very important in today’s 
competitive market since to survive in the software business software vendors must be
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responsive to the changes in the needs and requirements of customers (Greschler & 
Mangan, 2002; Aramand, 2007).
Software will need to be developed to meet necessary and sufficient requirements 
(Bennett et al., 2001). This means that for the majority of the customers there is a 
minimum set of functionalities that the product must support. It is not necessary for 
the first version of a new SaaS solution to be fully comprehensive and to contain all 
possible requirements. As new features and functionalities can be added instantly on- 
the-fly without any action required from customers, the vendor can constantly keep 
extending the capabilities and functionality of the service to meet the needs of its 
users.
According to the IEEE standard (IEEE, 2006) software maintenance means the 
modification of a software product, performed after delivery, to correct discovered 
problems, to detect and correct latent faults before they are manifested as failures or 
they become operational faults and to keep a software product usable in a changed or 
changing environment. Three major classes of the software maintenance work are 
enhancements, repairs and preventive maintenance (Kemerer & Slaughter, 1997).
Enhancements include adding, changing or deleting functionality of a software 
product to adapt it to changing business needs. Repairs include corrections to errors 
found and preventive maintenance includes technical upgrades and restructuring of 
the software product so that potential future problems are made harmless already 
before they turn into problems (Kemerer & Slaughter, 1997).
Traditionally software development and maintenance processes have been relatively 
slow with release intervals of months or even years for very large software 
applications (Bennett et al., 2001; SHA, 2007). For most organizations this is far too 
long as their own business is often dependant on the working software solution and 
potential problems need to be solved in days or even hours. So-called agile or light­
weight software development methods try to answer to this need.
The agile development methods started to evolve in the mid-1990s. The old software 
development processes were seen as heavyweight, slow, bureaucratic and inconsistent
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with the ways how software development was efficiently done in practice. One of the 
most well-known agile process models is called Extreme Programming (XP).
Extreme Programming and other agile development methods form a framework for 
software engineering that focuses on iterative software development with short 
development cycles. It can be said that agile development methods were partly bom to 
satisfy the need of the internet speed development (Heide, 2006). The emphasis is on 
techniques like dynamic programming, extendable prototyping and unit testing. 
Constantly ongoing changes are viewed as a natural and desirable aspect of software 
development. It is more important to be able to adapt to changing requirements at any 
point during a software development process than to attempt to define all 
requirements and possible use cases beforehand.
The first two principles of the agile methodologies emphasize the importance of social 
interactions in the software development process (Heide, 2006). The more the 
customers can participate in planning and development, the higher is the probability 
that the final outcome will satisfy the customer. To make the development process 
faster emphasis is put on working software rather than comprehensive documentation. 
Responding to changes and not following the original plan strictly ensures that the 
software adapts to the wishes of the customers. Instead of developing a product that 
fulfills the original requirements, the vendor should build a product that fulfills the 
current needs.
Regardless of the software development methods used, software maintenance is a task 
that is difficult to manage effectively (Kemerer & Slaughter, 1997). Future changes 
and requirement needs are often difficult to predict. Therefore, it is important that 
when implementing a SaaS solution, the granularity of the solution is kept in mind 
(Papazoglou & Yang, 2002). The goal is to minimize the disruption to other parts of 
the solution if some parts need to be fixed or changed.
Smaller but more frequent software upgrades demand new attitudes on deadlines and 
quality (Dubey & Wagle, 2007). While schedules for software updates can be flexible, 
these upgrades need to be virtually error-free. Experience in developing customized 
software solutions might not be enough to survive in a world like this since often 
when developing a custom software solution for a customer there are extensive alpha
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and beta testing periods, pilot phases and so on before the customer starts to use the 
new application commercially. Thus, probably companies and teams with experience 
in developing standardized software products have a slight advantage as they often 
have the knowhow and skills to implement good-enough quality controls and so on.
Focus on more rapid and better software development and maintenance is not enough 
but the focus must be expanded from the product and its features to cover the entire 
chain of actions and all parts of the SaaS model. This includes, for instance, providing 
customers with online support and suitable documentation (McNabb, 2001). Also 
from a vendor’s own point of view it is crucial that the software solution can be 
deployed rapidly and that it is easy to add new users, for instance. All these are ways 
to increase profitability both through keeping costs low and also by reaching more 
customers as solutions can be taken into production use very quickly.
4 Empirical study
4.1 Research methodology
The empirical part of the research was conducted as a case study. Case studies are one 
of several ways of doing social science research. Other methods include for instance 
experiments and surveys (Yin, 2003). In a case study the idea is to research some 
phenomenon within its real-life context, especially when the boundaries between the 
phenomenon and the context are not clearly evident and using multiple sources of 
evidence. The goal is often to find out something new from the topic that has not been 
found in previous empirical studies (Eriksson & Koistinen, 2005).
Case studies are suitable especially for gaining additional understanding of complex 
issues and can be used to extend what is already known through previous research. 
Typically case studies answers to questions like “How” and “Why”. As with all 
research methods, also case studies have been put under criticism. Some of the critics 
think that a small number of research cases can not offer grounds for reliability or for 
generalization of results. Some critics even say that case studies should be used only 
as explanatory tools.
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Although qualitative research methods such as case studies originate from sociology 
and anthropology, they are often used in empirical software engineering research, as 
well (Hove & Anda, 2005). When the research goals of a study are of a qualitative 
nature, it is appropriate to rely on qualitative measures. Case studies and for instance 
interviewing people give insight into their opinions, thoughts and feelings. Still, care 
is needed when drawing conclusions from a limited number of cases and in ensuring 
quality of the research (Voss et al., 2002).
Commonly used case study types include for example intrinsic case studies, 
instrumental and collective case studies, illustrative case studies and exploratory and 
extensive case studies (Dyer & Wilkins, 1991; Eriksson & Koistinen, 2005). To 
conduct this case study a mix of the explorative and extensive case study 
methodologies was chosen. In an explorative case study the aim is to find some new 
academic knowledge, ideas or theories. In extensive case studies a number of cases 
are compared simultaneously to find common characteristics and common models.
The case study was prepared and performed according to the following five step 
process model:
1. Determining and defining the research questions
2. Case selection, determining data gathering and analysis techniques
3. Preparing data collection
4. Collecting the data
5. Evaluating and analyzing the data
The main objective of the case study was to understand what are the opportunities and 
the challenges of the SaaS model for small software vendors and how the selected 
case companies see the SaaS model. The research questions were defined to be the 
following:
• Analyzing the case companies based on the findings from the literature. Do 
things really work in practice as described in the literature?
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• What have been the reasons why the case companies have either decided to 
use or not use the SaaS model in their business?
• What kind of effects has the SaaS model had on the business of the case 
companies, e.g. sales, profit and internationalization?
• What challenges and opportunities have the case companies encountered when 
using the SaaS model?
Data for the case study was gathered from four small Finnish software vendors that 
develop and sell their own software products to business customers, either as 
delivered products, as services or as a mix of these two different approaches. The case 
companies were selected so that they all have a different business focus. Also, it was 
important to be sure that the companies are willing to participate in the study. 
Personal relationships with the executive management team members and with the 
majority owners of the companies were leveraged to ensure the participation.
A web-based questionnaire was sent to 2-4 recipients from each company for 
collecting general background information. By the deadline eight qualified responses 
were received, at least one from each company. The data collected from the 
questionnaire was combined with several informal discussions with representatives of 
each case company. These discussions did not follow any structured format but 
instead different topics were often covered in a very detailed way.
The goal of the discussions was to obtain as deep an understanding as possible of the 
reasons and effects of the SaaS model for each of the case companies. The 
unstructured approach was selected as the case companies differ quite much from 
each other in terms of business scope, company age, size of business and so forth. 
Therefore it would have been relatively difficult to put together an interview structure 
that would have suited all companies and provided detailed-enough answers of each 
case company. There was also a risk that some participants might have seen structured 
or semi-structured interviews as a non-productive activity (Hove & Anda, 2005) and 
thus would not have been interested in participating in the study. In addition, the 
unstructured format allowed discovering new topics and ideas that might have not 
otherwise been considered relevant.
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The case study could also have been conducted by using either structured or semi- 
structured interviews. In structured interviews all questions are standardized and 
always asked in the same order. The interviewer has specific objectives for the type of 
information he or she is looking for in the interview (Hove & Anda, 2005). In an 
extreme case an interview can be so highly structured that all answers can be 
quantified. Somewhere between structured and unstructured interviews belong so- 
called semi-structured interviews. Those interviews combine specific questions with 
open-ended questions. The idea is to bring forth the foreseen information but also to 
provide the possibility to learn unexpected types of information.
In the following a background description is first given for each of the four case 
companies. These descriptions cover the companies’ history, current product and 
service portfolios and scope of the business in terms of customer size, 
internationalization and so forth. After that the SaaS strategy of each company is 
analyzed separately. The goal has been to understand the reasons and effects of the 
SaaS model on the business of each individual company. Finally, the findings are 
analyzed in overall and conclusions are made regarding the SaaS model and the 
opportunities and challenges it brings to small software vendors.
4.2 Case companies
4.2.1 Overview of Small Planet Ltd
Small Planet Ltd is a Finnish mobile service solution provider that was founded in 
1998 as one of the very first companies focusing solely on value added services. It is 
also the oldest company in this case study.
The company started its operations by developing and selling a multitude of different 
SMS and WAP based applications enabling its customers to offer consumers mobile 
event calendars and other information services, mobile games such as quizzes and 
content download services. Today Small Planet is fully focused on building solutions 
for mobile marketplace management and mobile social networking for mobile 
operators and media companies. The company states that its mission is to make 
mobile entertainment more social and to improve consumer's chances in finding 
interesting content and people through the mobile media.
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At the moment Small Planet employs 12 persons at its Helsinki office. 10 out of those 
12 are closely involved with product and service development, including a software 
development team of four persons, a hosting and support team of two persons and a 
project and product management team of three persons. Also the company’s CEO and 
COO, who are mainly responsible for sales and marketing, have an active role in the 
product and service development.
Despite of its small size Small Planet is a relatively international company. During its 
10 years of operations it has worked with more than 50 different international 
customers on five continents and gathered hands-on experience in hundreds of 
commercial service launches. Currently approximately half of Small Planet’s annual 
revenues come from abroad. The estimated turnover for the year 2008 is 
approximately 1.5 million Euros.
Today Small Planet has two main products, Download Center CX and 
Communication Center. Download Center CX is a next generation mobile 
marketplace management solution, which combines streamlined content management 
and publishing with a selection of unique social networking features. These include 
user-created content reviews and automatic content recommendations based on 
collaborative filtering. Download Center CX is used by mobile operators, media 
companies and service providers wanting to provide seamless mobile content services 
for their consumer clients cost efficiently.
The other one of Small Planet's key products, Communication Center, is a mobile 
social networking solution. It can be used to build mobile chat, dating and social 
networking services for today's mobile consumers. Mobile operators, media 
companies and service providers can use Communication Center to create mobile 
matchmaking services, which allow end-users to set up their virtual profiles, search 
for interesting users and to chat with them - all in complete anonymity. Small Planet's 
solution also supports matching profiles based on the geographical proximity of the 
users, provided that this information is available from the operator network.
In addition to Download Center CX and Communication Center, Small Planet has 
also its own mobile infrastructure product called MGateway. It hasn’t been actively 
sold lately and is used mainly by Small Planet itself to power its own service offering.
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Small Planet delivers both Download Center CX and Communication Center as 
integrated solutions, installed into the service provider’s own hosting environment and 
managed by the service provider itself, or as a turnkey service. In the latter case the 
service provider can focus solely on service marketing as Small Planet handles all 
technical issues. Small Planet also offers complementary services and can, for 
example, aggregate a selection mobile premium content, including games, video, ring 
tones, wallpapers and games for its customers. This allows any customer who only 
has the right marketing channels to start offering its own mobile services.
In addition to its own direct sales resources, Small Planet relies very much on several 
external sales channels and sales agents, especially in international sales. These 
companies are either so-called Value Added Resellers (VAR) that have incorporated 
Small Planet’s products in their own product portfolio or simply representatives that 
act as a catalyst in the deal making process.
4.2.2 Overview of Steam Communications Ltd
Steam Communications Ltd is a leading provider of hosted mobile services in Finland. 
The company was founded in 2007 as a result of a merger between two pioneering 
mobile companies, FlyerOne Ltd and Funvision Ltd. In that sense the company is the 
youngest in this case study but as the both merged entities have been operating 
already since early 2000s, the company is actually the second oldest. Steam 
Communications is also the largest company in this study based both on annual 
turnover and number of employees.
Today Steam Communications’ service offering includes mobile marketing, mobile 
messaging, mobile ticketing and so-called Interactive Voice Response (IVR) services. 
In addition to services, the company offers also a comprehensive portfolio of products 
related to mobile devices.
Examples of Steam Communications’ products include Steam Engine and Steam 
AdGate. Steam Engine enables media companies, broadcasters, mobile operators, 
retailers and other marketing organizations to create and manage a comprehensive 
suite of turnkey mobile services. Steam AdGate is a professional and versatile tool for 
service providers for adding and managing mobile marketing messages in existing
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mobile services. Steam AdGate controls the logic of the marketing messages and 
delivers messages to handsets whenever wanted.
Two other products offered by Steam Communications are Steam mCredit and Steam 
Vote. Steam mCredit is a sophisticated fully automated system for managing so-called 
immediate short-term loans which are applied for with SMS messages. The system 
controls the whole loan management chain from handling a loan request to paying out 
the loan and invoicing the customer. Steam Vote is a voting management system. The 
system gives the consumer a possibility to participate in polls using multiple different 
channels including SMS, WAP, web and IVR.
For most of its customers Steam Communications provides the products using the 
service model: The company takes care of hosting and managing the software 
solutions. In the past the company has made some solution deliveries when a product 
has been deployed locally on a customer’s IT environment but today even the biggest 
clients are more interested in turn-key services. Steam Communications did not want 
to reveal their turnover estimation for the year 2008 but their revenues are mostly 
generated from sales to Finnish customers. Still, the company is constantly looking 
for new opportunities to expand its operations abroad.
4.2.3 Overview of Roottori Ltd
Roottori Ltd was founded in 2003 to leverage the opportunity of combining mobile 
messaging operations of several Finnish companies to one entity so that it would be 
possible to achieve better economics of scale. It is the second youngest company in 
this case study and probably the most rapidly growing.
Today Roottori provides its customers with advanced mobile marketing tools and 
mobile media space and contacts in addition to mobile messaging services. 
Company's key product called Moutique - Mobile Boutique is a very advanced mobile 
advertising platform that offers flexible targeting and efficient management of mobile 
marketing campaigns.
Moutique is a web-based all-inclusive mobile and email marketing tool for marketing 
campaign planners, designers and buyers. It enables Roottori’s customers to capitalize 
on the numerous possibilities and benefits of mobile and email marketing in a straight
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forward way. Moutique has been developed for businesses ranging from small one- 
man operations to international corporations and it enables the customers to 
independently create customized mobile marketing campaigns and integrate them as a 
part of their media mix. High degree of automation and a practical user interface 
decrease expenses and required time.
Roottori’s mobile messaging services are aimed for businesses of all sizes that need 
the ability to send and receive SMS and MMS messages between their IT systems and 
consumers’ mobile phones. The service is suitable both for bulk messaging needs as 
pushing marketing and alert messages to a large group of recipients and also for 
interactive two-way messaging such as mobile value added services.
Since its establishment Roottori has grown very rapidly. Just in a little over a year the 
company has evolved from a one man operation to a business with some 10 
employees. The company aims to achieve a turnover of approximately 2.5 million 
Euros in 2008. Some 10% of the revenues are already coming from abroad and 
Roottori is constantly searching for new possible ways to expand its business scope 
outside Finland.
In addition to building its own base business Roottori has also acquired ownership 
stakes in several other companies that either leverage its mobile messaging service 
offering and / or supplement its mobile marketing business.
4.2.4 Overview of Suomen Economía Oy
Suomen Economía Oy is the second youngest and the smallest of the case companies. 
It is a software vendor focused on developing a web-based Economía CRM solution 
that is targeted especially for small and medium-sized companies and accounting 
firms.
Suomen Economía was founded in 2006 as a spin-off from a local system integrator 
and IT services company called Alphatech Oy which had earlier developed Economía 
mainly for its internal use.
Today the main Economía product is in its second generation. The main product is a 
user-friendly, multilingual and multifunctional web-based software solution for
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invoicing, project management and other tasks related to running a successful 
business. Economía also provides tools for customer and product register management 
and the whole system is easily integrated to IT systems used by customer's accounting 
firm.
Economía has been designed to meet the needs of companies of various sizes and 
business areas but it is especially suitable for small companies lacking IT skills and 
resources. As a web-based and fully managed solution there is nothing to install or to 
update in the customers' environment. Still, Economía has been designed to be 
flexible and easy to customize. That is one of Suomen Economia's key business 
promises - if Economía does not suit a customer's business out-of-the-box, the 
solution can be customized to meet the needs.
One of the major differentiating factors between Suomen Economía and other similar 
solution vendors is that Suomen Economía concentrates heavily on building fully 
automatic links between Economía and IT systems of its customers' accounting firms. 
This way it creates significant possibilities for process improvement for its customers 
as the need of sending accounting materials on paper between the parties becomes 
eliminated.
Although so far Suomen Economía has succeeded mainly in direct sales, it aims to 
leverage its relationships with accounting firms for reselling purposes. The goal is to 
build a network of accounting firm customers who recommend the Economía solution 
to their customers. In exchange the accounting firms would get a cut of revenues 
brought in by their clients.
Currently Suomen Economía employs just three persons and in addition several 
freelancers. The company aims to achieve a turnover of few hundred thousand Euros 
in 2008.
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4.3 SaaS strategies of the case companies
4.3.1 Small Planet Ltd - Internationalization through growing 
service business
As the oldest company in this case study Small Planet started its operations already in 
the late 1990s. Back then the company aimed to be a traditional software vendor in 
the sense that all products the company developed were productized, in other words 
the products were designed and developed to be deployable also outside Small 
Planet's internal hosting environment, tested and documented adequately and so on.
Sometimes quite a lot of effort was put into productizing process which apparently 
was away from developing the products further, in other words from adding new 
features, making enhancements based on customers’ wishes and so forth. Still, it is 
evident that Small Planet itself benefited of these productizing efforts also in many 
other ways than just increasing sales. For instance, the easier some product was to 
install and the better it was documented, the quicker and the more cost effective 
deploying it was even in Small Planet’s own hosting center.
Today software services have a significant role in Small Planet’s business. Many 
customers who are actually buying annual software licenses rely on Small Planet’s 
hosting and service management skills. In addition, the company has an increasing 
number of customers who do not buy traditional software licenses but SaaS solutions.
Small Planet uses several SaaS solutions itself, as well. For example the company 
buys its email and group calendar services as a SaaS solution from a third party 
provider. Also the company’s invoicing and accounting application is provided using 
the SaaS model.
Categorization of Small Planet’s sales accurately into traditional software licenses and 
SaaS solutions is not very easy. In all cases it is not always very clear if some deal 
should be categorized as a license sale or as a SaaS sale, for example when a customer 
pays an annual license but buys also hosting and service management from Small 
Planet. On a practical level this is very close to offering a SaaS solution. This said,
*
51
depending on the accounting method, approximately 50- 70% of the company’s 
revenues come from services and the rest from annual or perpetual licenses.
Small Planet also uses a lot of different revenue share and other usage based pricing 
models. Such models are applied both to services hosted by the company but also to 
services that are deployed to customers’ own hosting environments. In some cases the 
company has full responsibility of managing a certain service even if it is hosted 
remotely. Categorization of this type of customer deals is difficult, too.
Representatives of Small Planet share quite unified views of the advantages the SaaS 
model brings. From a software vendor’s point of view the most important factors are 
the possibility to focus fully on developing excellent software products, as there is no 
need to put effort into making a software application universally deployable, and also 
the possibility to update products on-the-fly whenever needed. This can have a 
significant impact on the amount of customer support required as there is no need to 
train and assist customers in installing, updating and configuring the products. Also 
the decreasing documentation requirements are seen as an advantage.
From a business perspective the SaaS model is thought to be a way to introduce new 
innovative pricing and sales strategies. For instance if service deployment costs can be 
kept low and if the whole organization is able to operate more rapidly than before, the 
company can potentially target many new customer segments. Such new customers 
can for example be companies that have previously been too small for commercially 
viable business cases. In addition the possibility to closely monitor customers’ service 
usage is an advantage in a fast-paced business environment as the lessons-leamed can 
be used as input for further product development activities.
Probably mainly because of Small Planet’s long history as a traditional software 
vendor, its products are all single-tenant at the moment. A separate installation is 
needed for each customer. On a longer term the company might put development 
effort to turn its products at least partly multi-tenant but at the moment there are no 
definitive plans for that.
Small Planet differs from the other three case companies quite much in regards of 
hosting. All the other companies have at least partly outsourced hosting and
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management of their servers and network connections but Small Planet hosts 
everything in its own internal data center. The company has every-now-and-then 
analyzed potential benefits of outsourcing the hosting but so far the costs and potential 
problems caused by the migration have outnumbered the anticipated benefits. One 
reason for this might be that Small Planet offers every customer a service level 
agreement and therefore it wants to keep as much control as possible in its own hands.
When taking Small Planet’s long operational history into account, its current approach 
to selling software products seems very natural. The company has gone through many 
different phases and as markets in general and customers’ wishes have changed, so 
have the business models used by Small Planet. In a way this long background can be 
viewed as a problem since for example the company’s products have not technically 
been designed especially keeping the SaaS model in mind. Then, on the other hand, a 
long business history gives Small Planet significant advantage when competing 
against younger software vendors.
Small Planet has already partly leveraged the possibilities of providing its customers 
with SaaS solutions instead of deployable applications but it can probably still achieve 
a lot more. For example by streamlining its operations so that a new service can be put 
together for a new customer very quickly and with very small costs, Small Planet can 
continue to search and target completely new customer groups. This is especially 
important when continuing expansion to foreign countries: Numerous small local and 
regional companies operate in their own home markets and going head-to-head with 
them is probably not going to bring the desired results. Instead, if Small Planet is 
certain about its ability to provide quality services with very low cost, it can decide to 
rely much more on revenue share deals than before and potentially achieve many 
times larger upsides.
4.3.2 Steam Communications Ltd - Managed services as a 
competitive advantage
Steam Communications’ roots can be dated back to early 2000s when the term SaaS 
had not even been invented yet. Still, the company has offered managed services to its 
customer ever since they have existed. Today some 90% of Steam Communications’ 
revenues come from service sales and only 10% from selling traditional annual or
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perpetual software licenses. Also in those cases the company usually provides its 
customers with hosting and management services.
Just like all the other case companies, also Steam Communication relies on selected 
SaaS solutions to run its own business. The company has for instance outsourced its 
email, work-group calendar and financial systems. In addition the company uses also 
CRM and ERP solutions that are provided using the SaaS model.
Steam Communications’ representatives say that the SaaS model provides them with a 
great number of advantages: The SaaS concept has opened new sales and partnership 
opportunities and has allowed the company to sell its products to completely new 
customer groups and create new pricing models. It also has increased the possibilities 
of international expansion for the company.
Also from a technical point of view the benefits of the SaaS model are numerous. 
Probably the biggest single advantage is the ability to update a service whenever 
needed. For example a bug fix that is urgently needed can be deployed instantly and 
without the need of contacting and updating each customer's own dedicated 
installation separately. Also, focusing solely on selling software applications using the 
SaaS model allows the organization to fully concentrate on developing the solution 
and its features instead of spending time on planning and making the product 
installable and deployable to external hosting environments. In the same way the SaaS 
model has also decreased the amount of documentation required as it is often enough 
to write documents for internal use only and so documentation process consumes less 
resources.
Mainly because of Steam Communications’ long operating history and as the 
company does not use only the SaaS model, the pricing options it offers to customers 
are numerous. A customer can either buy an annual or a perpetual license with or 
without hosting and management services. Another available option is to pay a fixed 
monthly or quarterly fee that covers both software license and hosting costs. Also 
different kind of revenue share deals and other usage based agreements are common, 
just like for Small Planet.
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Also similarly to Small Planet and again mostly because of Steam Communications’ 
long history in the business, its software products are not fully multi-tenant. Still, the 
situation is a little bit different from Small Planet’s case as the company uses both 
product installations that are shared among many customers and also makes separate 
installations.
Steam Communications has outsourced hosting of its servers but it still administrates 
them by itself. In this model the hosting partner is only reliable for providing a 
reliable and secure data center environment. The selected model has proven to work 
for the needs of the company. For some of its customers Steam Communications 
offers separate service level agreements. Typically these customers are mainly large 
corporations that are aware of the need of such agreements and have especially 
demanded them.
Definitively one reason behind Steam Communications’ great success as a mobile 
value added solutions developer has been its ability to provide even the most complex 
mobile services to its customers as managed solutions. This has enabled Steam 
Communications to work with such customers as brands and marketing agencies that 
usually are not interested in technology at all. Instead of competing with other mobile 
service developers for the limited amount of potential mobile operator and mobile 
service provider customers, Steam Communications has expanded its business by 
reaching completely new customer segments.
The managed services concept has been effective also when reaching out for very 
large deals. A good example of such a deal is the outsourcing agreement with YLE 
(Finnish Broadcasting Company) according to which Steam Communications takes 
care of developing and hosting all YLE’s mobile consumer services.
Another excellent example of possibilities of the SaaS model is the mobile ticketing 
solution Steam Communications launched in 2007. The solution gives event 
organizers, ticketing companies and other involved parties an easy and immediately 
available way to start selling mobile tickets for concerts, sports events and even for 
movie theaters, for example. A consumer can buy a ticket either online or from a 
ticket shop and the ticket is then delivered to her phone as a mobile message. The 
ticket contains a machine readable bar code that can be read either with a hand-held
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scanner (for instance in movie theaters) or with a mounted ticket reader (for example 
in sports arenas).
Mobile ticketing provides significant advantages to all parties. From a consumer’s 
point of view mobile tickets are a hassle-free way to buy tickets to events: If ticket 
purchase is made online, there is no need to go and pickup tickets from any physical 
store or wait for them to be mailed via standard post. Also, if a ticket gets lost it can 
easily be replaced just by sending a new copy of the mobile message to the 
consumer's phone. From the event organizer’s perspective mobile ticketing removes 
the need to organize printing, sales and accounting of paper tickets, which decreases 
costs and also opens up possibilities for new pricing strategies. For example concert 
tickets can be sold with a significant discount during the last 24 hours if it seems 
evident that the show will not be sold out. For a ticketing company mobile ticketing is 
a way to open up new sales channels such as online stores and it also enables cost 
reductions. In addition it can assist in managing the problem of pirated tickets as 
mobile tickets are unique and linked always to a specific consumer.
Steam Communications’ mobile ticketing offering covers the whole solution from 
end-to-end. This is very important as most of the potential customers for the solution 
are such that they do not want to own any additional hardware or software themselves 
or manage it but just want to be ensured that the sales and delivery solutions works 
and is available 24/7. To provide all this, Steam Communications is in an excellent 
position as it has knowledge and experience of both deliver and service models. Parts 
of the mobile ticketing solution are deployed at customer’s site (for example ticket 
readers) but also single sales and a database solution is needed and that is offered to 
the customers using the SaaS model.
4.3.3 Roottori Ltd - Creating new market and business 
opportunities with an innovative SaaS service
Roottori's business has been based on a service model straight from the beginning. At 
first the company acted only as an aggregator for mobile messaging connections. It 
built bridges between systems of different mobile service providers and mobile 
operators. By achieving economies of scale and leveraging the excellent contact
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network of the company’s founder, Roottori was able to start doing significant low- 
margin high-volume business.
Relatively soon Roottori started to expand its service portfolio with different 
messaging related services such as real time monitoring and statistics tools. This 
allowed the company to increase its margins as it was no longer selling just bulk 
messaging connections but could also bring some additional value to its customers on 
top of aggressive pricing models.
As a big part of the messaging traffic going back and forth through Roottori’s system 
was already in the beginning mobile marketing related, it did not require much time 
before the company announced its first mobile marketing tools. Also in this case one 
goal was to offer the company’s customers extra services that would bring in better 
profits than just the message connection sales and another goal was to expand the 
operations of the company to reach completely new customer segments. For instance 
advertising agencies and brands are usually not interested in owning the technology 
they are using and therefore developing services for the needs of those customer 
groups created new business instantly.
Roottori is one of the two companies covered in this case study that does business 
only using the SaaS model. The company does not license its mobile messaging and 
advertising solutions nor deploy them to its customers' own environments. The 
solutions are also the only ones that have been designed and built to be multi-tenant 
from the beginning.
Support for multi-tenancy is a great advantage for Roottori and it enables the 
company to serve its all customer with just one application installation. It makes for 
instance introducing bug fixes and new features extremely rapid and practical: All 
new updates become immediately available for all customers.
Roottori itself uses several SaaS solutions in its own business. The company uses 
outsourced email and a group calendar, its intranet solution is a SaaS service and so 
on. Roottori has also outsourced hosting of its servers and networks connections 
although the company administrates them by itself. The company has service level 
agreements in place with some of its larger customers. Still, as mobile messaging is in
57
essence a very quality focused business, Roottori of course tries to serve also its 
smaller clients as well as possible and offers them the same or almost the same service 
quality as for the larger customers.
Very similarly to the representatives of Small Planet and Steam Communications, also 
inside Roottori there are very coherent opinions about the advantages of the SaaS 
model. For example, from a software vendor’s point of view the most important 
factors are the possibility to focus fully on developing excellent software products as 
there is no need to put effort into making a software application universally 
deployable and also the possibility to update products on-the-fly whenever needed. 
Also the decreasing documentation requirements are seen as an advantage.
The SaaS model has also allowed many new innovative pricing models and Roottori 
has so far been very proactive in testing and using these. Depending on the service, 
the company charges its customers either no fixed fees and only transactional fees 
based on messaging, number of targeted consumers and so on or then some relatively 
small fixed base fee and a little bit lower transactional payments.
Roottori’s spearhead product Moutique is a great example of an innovative service 
that has become possible thanks to the SaaS model. In essence it is a web-based 
solution for creating mobile marketing campaigns, targeting consumers and sending 
out advertising messages. As such a product it could also be a software application 
that would be installed to customer’s own hosting environment. Still, the key features 
of Moutique would not be possible if the service would not be based on the SaaS 
model: First of all, Roottori has integrated Moutique with several large direct 
marketing directories and all contacts of those registers are automatically available to 
all Moutique users. Similarly Moutique is integrated to several different messaging 
connections and therefore customers can reach consumers in over 200 countries, if 
needed.
Although Moutique is an advanced software platform as well, the unique features it 
offers for the customers are mainly not based on a technological but a business 
innovation. Roottori has leveraged the connection network and business know-how it 
has gathered during its operations and has created a unique service offering based on 
that. The more customers use Moutique, the larger the available direct marketing
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databases will grow and the better the fully automatic consumer targeting will work. 
In this sense Roottori has developed a service that truly generates positive network 
externalities.
The SaaS model suits Roottori extremely well as the whole organization is very sales 
and new business oriented. The motto of the company is that whatever the customer’s 
problem is, Roottori can solve it. For this type of operations the SaaS concept is the 
best possible option. Whenever a customer requires something special, it can be 
implemented in quite a short time period and it will also be possible to sell the same 
functionality to other customers, too.
4.3.4 Suomen Economía Oy - Targeting non-users with a 
problem-free SaaS based solution
Suomen Economía is the smallest of the case companies. As is popular among small 
startups with limited financial and human resources, the company has outsourced its 
email and group calendar solutions. Otherwise the company is not using any SaaS 
solutions in running its own business at the moment.
Similarly to Roottori, Suomen Economía relies solely on the SaaS model. The 
company charges its customers either based on service usage or based on number of 
users accessing the service. Some of the customers are invoiced monthly and some 
quarterly. In addition Suomen Economía offers its customers also customization 
services and charges either an hourly or a fixed fee for them.
Among the case companies Suomen Economía is probably the most typical example 
of a young startup company that might not have been able to launch its business using 
the traditional software license based model. In theory the Economía product could 
well be a standalone software application that would be deployed for each customer 
locally. In that case it probably would not differ much from hundreds or thousands of 
similar competing products available in the Finnish market alone. Therefore it can be 
said that Economia’s true competitive advantage comes from its deploying model, in 
other words from, it is a managed service that can be accessed and used over the 
internet.
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According to the representatives of Suomen Economía the most important benefits of 
the SaaS model are very much related to the above. The SaaS model has enabled the 
small organization to focus fully on developing the solution and its features instead of 
spending time on planning and making the product installable and deployable to 
external hosting environments. Also it is important that the service can be updated 
whenever needed and for example a bug fix that is urgently needed can be deployed 
instantly and without the need of contacting and updating each customer's own 
dedicated installation separately.
Although it has been said that launching a new SaaS solution is more capital extensive 
than launching a traditional software application business in which you can sometimes 
get first customers to pay for the product development costs, Suomen Economía is a 
good example of how a small company can leverage open-source software for 
launching its own business. By selecting the development tools carefully and by 
taking an extremely customer-oriented perspective on the product development, the 
company has been able to launch its operations with quite a limited capital budget.
At the moment Economía is a partly multi-tenant solution. Depending on a project 
and specific needs of a new customer, the company either makes a separate customer 
specific deployment of the solution or a shared installation is used. There are also 
ready plans to evolve the multi-tenancy further so that at some point Suomen 
Economía would be able serve all its customers using one single solution.
Suomen Economía has outsourced hosting and maintenance of its servers and network 
connections to a third party provider. At the moment the company does not offer its 
customers any service level agreements. This must probably change in the near- future 
so that the company is able to secure more customers. Soon some of the new potential 
customers will most probably start asking for agreements on paper instead of just 
promises and marketing talk.
Currently most of Suomen Economía’s customers are relatively small companies with 
just few employees and typically without any IT knowledge. For such clients it is 
important that the software application is constantly available and that it does not 
cause any additional headaches. Economía fills this requirement. As a web-based 
solution Economía suits also very well the needs of constantly traveling business
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persons and distributed organizations as the solution can be used anytime and 
anywhere in the world and the customer will always know the status of its business.
Economía is a great example of use of the SaaS model for purposes of getting so- 
called non-users, in other words customers who are using some alternative method to 
achieve the same goal that could be achieved by using some software application, to 
use the solution. In Suomen Economia’s case those are for instance the customers 
who provide their accountants with all invoices and other material traditionally on 
paper (for instance once a month). To make it easier for a new customer to take the 
step into the world of Economía, the company provides customers for instance with 
free of charge consultation about improving business processes. The idea is to get 
customers to understand the benefits of electronic invoicing, for example, and sell the 
Economía solution to them on the side.
Suomen Economía has also been quite innovative in finding new business partners 
and sales channels for its solution. Differently from many of its competitors the 
company has decided to aim more at different catalysts than actual direct customer 
relationships. For example one strategy is to involve accounting firms and get them to 
resell Economía to their clients. Depending on the nature of such partnership, the 
accounting firm acting as a catalyst will get a new source of revenues as it get a share 
of revenues generated by Economia.
Reasons for creation of the above kind of business partnership network are not 
entirely monetary. Suomen Economia has understood that even if the solution would 
be very easy and convenient to use, always some initial education and support is 
needed. By partly outsourcing this task to its catalyst partners, the company is able to 
keep its limited resources more focused on developing the solution further.
4.4 Analysis of the case study findings
Based on the results of the web-based questionnaire and discussions with the 
representatives of the case companies it can be said as a fact that at least people 
working in the software industry are very familiar with the term SaaS and they also 
understand its meaning. Everybody also agreed that the importance of the SaaS model 
will definitely increase in the future. This was also seen in the answers regarding
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customers’ known or assumed wishes: Most and in some cases all customers are more 
interested in buying new software solutions as a service than as a deployable software 
application.
Although the term SaaS was known, many other terms are used as well. Such terms 
include application service provisioning, on-demand applications, managed software 
services and so forth. Also the phrase “turn-key service” is used. Even if all these 
terms and phrases are relatively close to each other, mixing them and not using one 
term coherently might in the extreme case have a negative effect on sales as potential 
customers do not fully understand what a vendor actually is offering.
In addition to selling their own software solutions using the SaaS model, all 
companies covered in the case study use one or few SaaS solutions in their own 
business, too. Most typical outsourced solutions include email and group calendar and 
different messaging tools. Some companies are also using other SaaS services such as 
financial software packages and CRM and ERP solutions.
According to the opinions of the case companies most of heir customers are interested 
in the SaaS model especially because of lower initial investments required and lower 
total cost of ownership. Many customers are either trying to find ways to cut their 
personnel and other costs or at least to limit the growth of the costs. The customers are 
also interested in new innovative and more flexible pricing models. For example 
usage-based pricing models allow them to monitor and assign costs in more detail 
than has been possible earlier with annual or perpetual software licenses.
Other reasons for the customers to choose a SaaS solution instead of a software 
application delivered using the traditional model include automatic and regular 
service upgrades and possibility to access the solution remotely. This seems to be 
quite logical as the popularity of different handheld devices that can be used to access 
the internet is constantly growing. Some customers also feel that a SaaS provider is 
able to offer them better reliability and security than they could achieve if they would 
host a locally deployed application by themselves.
The pricing models used by the case companies varied depending on the age of 
company and if it has been selling software applications using the traditional license
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model or not. The younger companies that have solely focused on the SaaS model 
tended to have less pricing options and more focused sales strategies. On the other 
hand, many of the so-called licensing deals for the older vendors could actually be 
categorized as SaaS sales because the companies are providing their customers both 
with software and hosting and maintenance services.
When it was discussed how the SaaS model has affected the pricing, the common 
view was that it has made pricing and sales strategies more complex. One additional 
problem was that larger competitors that have been defining the market have already 
created a general price level for the market and a new entrant cannot change those 
prices. Also, as the amount of potential options from which to choose has increased, 
customers are more careful when trying to find the best possible software solution 
vendor for their specific needs. This has caused that if it earlier was possible to charge 
some of product development expenses to customers it is much more difficult today.
From a technical perspective just one of the case companies had truly multi-tenant 
applications, two companies have solutions that are partly multi-tenant and one 
company deploys its products separately for each customer. All companies have 
multi-tenancy on their roadmaps but it seems that there is still quite much work to do 
before everything is truly multi-tenant. In a way this was an expected result: If a 
company has been developing its software products already for a long-time, multi­
tenancy hasn’t been a relevant issue earlier and now it is difficult and / or very costly 
to add support for multi-tenancy on top of existing products.
The only case company that is offering a truly multi-tenant solution has developed its 
application to support multi-tenancy directly from the beginning. The two other 
companies offering partly multi-tenant solutions have added support for it to their 
products afterwards. Efforts put into development of multi-tenancy support has been 
justified both by technical and commercial reasons. Foremost, the amount of technical 
administrative work and service management costs are lower as there is no need to 
maintain one software installation for each customer. Also it is easier to add new 
features to a solution as there is no need to worry about downward or upward 
compatibility issues and different software versions in use by different customers. 
Reasons like this make it easier to guarantee the quality of a solution.
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All the case companies shared a relatively same kind of a view regarding the business 
challenges of the SaaS model. For instance today it is much harder to get customers to 
pay for product development efforts than it was before. Customers also change 
solutions and vendors more often than before as they are no longer tied to a specific 
vendor with large upfront investments. This has made it more difficult to “collect the 
cream” - in other words to charge more money from customers who could be willing 
or at least capable of paying more. In general it can be said that customers have 
become more price-sensitive and knowledgeable about different options available for 
them.
Similarly assumptions about customers’ views on the SaaS model were relatively 
unified. Probably the biggest single issue is the question if a SaaS provider is reliable 
or not. If a customer does not have enough confidence in the provider, it often wants 
to host and manage the software application by itself. This is especially the case if a 
solution is such that it involves confidential data or if several competing customers are 
using the same solution. New innovative pricing and sales models are also considered 
problematic as customers do not always understand them.
Other risks and potential problems for the customers involve also issues and 
complexity of integrating a SaaS solution other existing IT solutions. This covers also 
problems related to data incompatibility. There have also been some questions about 
the performance of SaaS solutions and for example how network latency might affect 
negatively the usability. This is partly related to generic suspicions of web-based 
software applications.
From a software vendor’s own perspective integrations between separate software 
applications is one of the biggest issues. Integration projects often take a lot of time 
and resources but still they almost as often exceed budgets and schedules. If a SaaS 
vendor provides its customers with integration services for a fixed fee, this could be a 
significant problem.
The above mentioned is quite an interesting finding as according to the companies 
customers’ interest in integration capabilities varies a lot from solution to solution. 
For some customers the ability to integrate a SaaS solution with some other software
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product or service is a very important issue but then on the other hand some of the 
customers are not interested in it at all.
All the studied case companies use open-source solutions either in development or 
hosting of their own software applications. This has for instance led to a situation in 
which none of the companies reported to rely solely on commercial database products. 
Also different open-source based software development frameworks are very popular 
among the case companies.
All the case companies provide their customers at least with free email-based support 
and most also with free phone-based support during standard office hours. Some of 
the companies offer also extra services such as a 24/7 phone support for an additional 
fee as well as service training. Three out of the four companies also have service level 
agreements in place either with all customers or with some customers. Typically such 
agreements cover things like availability, response times for different situations and 
so forth.
5 Discussion and conclusions
5.1 Findings
Although there might be some concerns about the validity and reliability of the results 
of case studies that are conducted in an unstructured manner, such studies have often 
led to new and innovative insights, development of new theory and also have had high 
validity with practitioners (Voss et al., 2002). Those are the ultimate users of any 
research.
The above said, I believe and hope that this study proves to be useful both for small 
software vendors who are thinking about changing their business models to SaaS and 
also for new startup companies who are just defining the outlines for their business 
operations. As an individual I have benefited from the process of conducting this 
research as I have been exposed to the insights and true everyday business problems 
of the case companies. It has been a very interesting and rewarding experience.
In chapters two and three I built an overall picture of the SaaS model, including its 
definition and history. Based on the literature key factors both driving and limiting the
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adoption of the SaaS model were outlined and also the way the SaaS model affects 
business models and value chains was discussed. Then a more detailed look at the 
SaaS model was taken especially from the perspective of a small software vendor. I 
described what kind of opportunities the new business models create and how these 
may affect sales and pricing strategies. Finally I discussed gaining and sustaining 
competitive advantage, technological enablers and also new technological challenges. 
In the fourth chapter I combined the theory with practical experiences learnt from four 
case companies that all were in different business positions and had taken different 
approaches regarding the SaaS model.
Probably the biggest finding of this study was to note that although there has not been 
much discussion on how the SaaS model affects especially small- and medium-sized 
software vendors the companies are already using the model very actively. It is not 
exaggeration to say that the smaller companies have actually been the ones who have 
taken the SaaS model in to real-life use, developed it further and found new 
innovative ways to conduct the software application business. This is proven by the 
fact that most of the successful large SaaS providers are companies that almost 
nobody knew about five years ago.
New web technologies and the process of commoditization of network and server 
technologies have also had a significant impact on the software business. As 
developing software with web technologies is very cost efficient, it gives even a small 
company the possibility to develop a first-class SaaS solution with none or very little 
external capital. Another big advantage of web technologies is that they make it 
possible to launch a new software solution to the public without major costs allowing 
a small company to start selling its offering without the need to first invest heavily in 
building sales channels and supportive organization.
In general it can be said that customers buying software applications have become 
more price-sensitive and knowledgeable about different options available for them. 
Therefore a lot of consideration must be put on pricing models: Should customers be 
billed monthly or annually, how long contract duration should be, what other 
possibilities exist to generate revenues and so on. I think that smaller companies and 
startups hold an advantage also from this perspective: Small software providers often 
have no existing market positions to cannibalize and thus making more innovative and
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radical decisions is easier for them. If some pricing or sales strategy does not seem to 
work, it can be changed. Respectively, if some new strategy works, the whole 
business can start growing at an unforeseen pace.
Developing software solutions to be run over the internet creates of course new kind 
of problems and security threats. A web-based application depends on network 
connectivity which can fail. For a small software vendor it might be difficult to 
overcome customers’ concerns regarding data security and ownership, loss and 
service’s reliability. Working closely with well-known partners often eases these 
concerns. This is especially true for small software companies which must create 
networks and partnerships to be highly successful.
When summarizing the above, it becomes evident that the SaaS model creates 
opportunities but also brings new challenges for small software vendors. Still, both 
based on the literature and especially on the real business experiences of four small 
software solution providers, it is safe to state that the opportunities definitely 
outnumber the challenges. Any small software vendor should at least assess the SaaS 
model and see how it would fit to its particular needs and situation.
5.2 Suggestions for further study
Although software solutions offered as services are nothing new and unique, the SaaS 
concept is still in its epiphany. Therefore it is not difficult to name a number of 
research topics and areas that should be studied more. Some ideas for further research 
include field studies about why some companies have chosen the SaaS model and 
some have not, comparisons between SaaS and поп-SaaS vendors and so on. Future 
research should also be done in a significantly larger scale so that instead of four case 
companies there would be tens or even hundreds participants.
A more thorough study about the effects of the SaaS model on pricing and sales 
strategies would probably very useful for both smaller and larger companies. As the 
case study showed, some of the companies offering SaaS solutions today are actually 
using quite similar pricing models when selling software products using the traditional 
licensing model. Is this a wise decision or could those companies potentially achieve
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more revenues or better margins by adjusting their pricing model or by introducing 
some new sales methods?
From a more technical point of view it would be interesting to study how the SaaS 
model has affected development and other technology-related decisions: Are software 
vendors putting more effort on building truly multi-tenant versions of their products, 
are companies using more open-source components in their development and so forth. 
It would also be interesting to learn more about the platform as a service concept, its 
take up and what kind of possibilities and challenges are related to it.
This study has been about the SaaS model and small software vendors. As there is not 
very much SaaS research available at all, it would similarly be good to study the SaaS 
model from a perspective of bigger companies. In addition, one interesting area of 
research could be how SaaS affects the business relationships of ICT companies. In 
other words does the idea of so-called catalyst hold in practice or do partnerships and 
co-operation agreements take some other forms.
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