I. INTRODUCTION
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OBOTIC and mechatronic systems are composed of many types of actuators, such as electrical, pneumatic, hydraulic, or piezo-electric motors, and of different types of sensors, such as digital encoders, potentiometers, tachometers, accelerometers, force sensors, or strain gauges. Control of robotic and mechatronic systems requires reading data from all their sensors, calculating control signals based on the sensor data, and then sending these control signals to the corresponding actuators. The sensor data sampling rate and calculations must be very fast and highly accurate in order to maintain the stability of the system. Performing such control and data acquisition tasks from PCs is very appealing because of their high-speed processing, low cost and great popularity.
In this paper, a method is proposed to perform control and data acquisition with INTEL ® based PCs under Windows NT™ directly. The software package that was developed is C. Mavroidis is with the Department of Mechanical and Aerospace Engineering, Rutgers University, Piscataway, NJ 08854-8058 USA (e-mail: mavro@jove.rutgers.edu).
Publisher Item Identifier S 1083-4435(01)08154-6. There are two main approaches in PC-based control of electromechanical systems. The first type is the PLC, which is added on the main platform and all the data acquisition and calculations are performed on the on-board chips. One of the most popular examples on the market is dSpace system [1] , which is aimed for laboratory use as well as prototype implementation. The use of PLC reduces the programming efforts by researchers and engineers, and the main platform is kept free to take charge of communications from either end-users or other platforms such as a server [2] - [4] . The disadvantages of this feature are its high cost and lack of flexibility. It is nontrivial to implement matrices required by multi-input-multi-output (MIMO) systems or change the control parameters required by adaptive control systems. The MIMO systems have to be transformed into transfer functions before being implemented [5] . The parameters of adaptive control systems cannot be updated by the PLC chip or under the PLC's timer. They can only be updated by the host computer with respect to the limit of the operating system [6] .
The second type of PC-based control of electro-mechanical systems uses the CPU and clock in the host computer to accomplish the data recording and calculations of the send-out signals needed to regulate the systems. It has been done under various operating systems. For commercial or industrial purposes, there are real-time operating systems (RTOS), such as QNX™ from QNX Software Systems Ltd. [7] , LynxOS from Lynx Real-Time System Incorporated and VxWork™ from WindRiver Systems [8] . There are also replacements of the Windows NT kernel that allow the combination of features in Window's world with real time experimentation. Some examples are Hyperkernel™ from Imagination Systems Incorporated, Intime™ from Radisys Corp and Tornado™ II from WindRiver Systems [9] . The advantages of such RTOS are their scalable run-time software, high accuracy timers to tens or even hundreds of kilohertz and good support from the manufactures. The draw back of such systems is their high costs that may reach several tens of thousand of dollars [10] .
During the last years, the Real-Time Linux operating system has gained a lot of attention because it is a free software with open architecture. Definitely this operating system is a very good candidate for inexpensive real-time PC-based control. However, this system is not very well supported for different interface devices. In addition, "it is too large in raw form to be an embedded operating system" at present [11] . Finally, if control design and analysis need to be done before or after the experiments are performed, then switching of operating system is needed.
In most of the cases in the academic environment, the inexpensive disk operating system (DOS) is used and the CPU and clock in the computer is used in such applications. DOS is easy to use with standard programming support by most of the hardware suppliers [12] . However, DOS is a single-tasking operating system and does not support GUI by itself. Finally, the development of this operating system is discontinued. Therefore whenever it is needed to use the up-to-date commercial software, the application has to be stopped and the other environment such as Windows™ family has to be launched to achieve the goal.
The advantages of compatibility and popularity of Windows NT Operating System attracted researchers' interest. A general idea of Windows NT kernel driver and the communication between I/O ports and VMEbus based computer has been introduced by Carew and Prince [13] . The real-time control of the floatation plant does not need fast response so that timer requirement is not strict. However, a more accurate timer is required to control high-speed response of robotic and mechatronic systems that use servo motors or other actuators.
In this paper, we present a method to perform control and data acquisition in robotic and mechatronic systems using the Windows NT based PC with INTEL ® made CPU. This method has been implemented into a control software called WinReC v.1 (Windows Real-time Control). The cost for developing this software (at the time that this paper is written) including the Operating System, programming utility software and professional device drivers for interface cards is less than $1000. Deterministic fast timers (200 Hz) provided by Windows NT from MSDN library are used in both control and data acquisition. Two different experimental systems are used to demonstrate the effectiveness of the proposed protocol. In the first system, an industrial robot manipulator is controlled applying an independent joint PID control scheme. Results are also shown from experiments where and H controllers are applied to suppress vibrations of a flexible payload carried by the robot manipulator. In the second system, position, force, temperature, voltage and current data are simultaneously recorded in order to evaluate the performance of a Shape-Memory-Alloy (SMA) wire bundle actuator in open loop experiments. The methods developed in this paper can also be used to implement even more complicated control algorithms, such as state-space representations and adaptive control. Even multiple device or MIMO systems can be controlled using this setup.
II. ACCESSING THE HARDWARE PORTS AND SETTING THE
MULTIMEDIA TIMER UNDER WINDOWS NT 4.0
A. Preliminaries on Windows NT
A real-time system is one in which the correctness of the computations not only depends upon the logical correctness of the computation, but also upon the time at which the result is produced. If the timing constraints of the system are not met, system failure is said to have occurred [14] .
A RTOS, such as systems QNX, VxWorks or Lynx, provides a response, without failing, to some event within a specified time frame. Windows NT™ is not a RTOS because the time constraints are limited by the Windows NT capabilities. Nevertheless, it still has the ability to operate quickly within fairly consistent time constraints (finest resolution of 1 ms). Therefore Windows NT is fair enough to service events of control/data acquisition so that the response would be satisfied on average [15] .
For embedded control systems, RTOSs or PLC systems provide deterministic and reliable performance and higher frequency of the timer. For research and industrial prototype test purposes that do not require extremely long running-time operations on large-scale systems, digital control in Windows NT is achievable and meets the requirement as a real-time task, especially when the chances of occurrence of latencies like interrupts are reduced. Latency, which causes the instability of the system, occurs at the time that the operation of a repeated function has not been completed while the timer triggers the same function again. The position and force control of robots and mechatronic systems require servo control, data acquisition, and calculations of different analytical equations in real time. Since modern PCs are equipped with powerful CPUs and large sizes of RAM, these calculations take very little time, which is within the timer limit. The timer has the best resolution of 1 ms [16] . Nevertheless, it should be pointed out that the computer would perform the control/data acquisition in a stable and accurate manner if it were dedicated solely to the control/data acquisition task. Other simultaneous tasks would increase the chance of control/data acquisition task failure.
It is assumed that the reader has a basic knowledge of the Windows NT OS [17], [18] . The computer hardware setup in this paper consists mainly of ISA (Industrial Standard Architecture) type interface cards while the same methods also apply onto other types of interface cards such as PCI (Peripheral Component Interconnect host controller and peripherals) and EISA (Enhanced Industrial Standard Architecture). Most ISA type data acquisition or encoder interface boards, which do not require drivers in DOS environment, communicate directly with applications by using commands like "inp" or "outp" in C language. In contrast, since the kernel in NT has to be secured from crashes of individual programs, any communications to or from hardware have to be done through kernel-mode drivers. Some retailers of the boards provide their customized drivers or the source codes, but most of them do not. Writing device drivers for Windows NT can be achieved with special compiler in DDK (Device Driver Kit) from Microsoft ® MSDN but it requires adequate knowledge of Windows NT Kernel structure, the tool kit as well as Visual Studio™ [19] .
There are several commercial packages available which provide the driver abilities or Application Programming Interface (API) libraries to make writing drivers easier. Two examples with driver capabilities are WinRT™, from BlueWater Systems ® , and DeviceX™, from WinStar Technologies ® [19] . Each of these products provides a kernel mode driver that implements various "DeviceIoControl" functions for interfacing I/O devices. The methods presented in this paper are based on the applications of WinRT, which is briefly described in the Section II-B.
B. Introduction of WinRT™
The WinRT toolkit contains a group of programs and header files that allow hardware devices controlled from Win32 applications in User Mode. The kit supports the features of Port and Memory I/Os, interrupts, DMA (Direct Memory Access), and timers to be performed without using the DDK. The major components include: 1) WinRT Driver, an installable device driver for Windows NT; 2) WinRT Preprocessor, a preprocessor for converting C-like scripts into Win32 C code; 3) WinRT Console, a Windows program for manipulating the WinRT device settings in the registry, debugging, and executing the WinRT preprocessor; and 4) WinRT Add-In for Microsoft Developer Studio, which invokes the WinRT preprocessor and creates custom build steps [20] . WinRT has the ability to take up to 32 devices in Windows NT because the maximum number of PCI buses in a single machine is 32. Therefore it can be set up to take control of all the devices needed for the system thus prevents potential conflicts between different drivers. Also WinRT can be the device driver of different Bus types of ISA, EISA and PCI.
The basic I/O functions are implemented in Visual Studio C++ Win32 applications. The preprocessor commands (i.e., the commands outpb( ), inpb( ) or outmb( ), inmb( ) that send out commands or read data through either ports or memories [20] ) consist of a similar form of the one used in DOS environment. After the pre-compiler is executed, WinRT translates the commands between the sign "%%" into C-script that can be combined in regular Win32 source codes. Fig. 1(a) shows an example of a function in WinRT form while Fig. 1(b) shows the function in the pre-compiled C-script. The default functions are defined in header file "WinRTctl.h" and bring up the communication between Win32 applications and WinRT device driver. Similar steps are followed to write functions for interrupts and DMA.
C. Timer
The most important feature in Control and Data Acquisition applications is the precision of the timer. All the required functions from MSDN to set up precise timers under Windows NT are introduced in this section.
Under DOS environment, a timer is usually set up using a software interrupt associated with the on-board clock. The control algorithm is in the interrupt service subroutine and is called when the "soft" timer sends out the interrupt request. As a protected OS, Windows NT does not allow software interrupts, "interrupt 21h" [18] . Therefore accessing directly the on-board clock and varying its frequency is not trivial.
Windows NT provides the ability to establish a timer that will interrupt the program at periodic intervals. When the timer sets off, the function will wake up a thread (i.e., a special defined function) and runs the commands in it. There are two types of timers supported by Visual C++ Windows NT. First one is a generic API function [21] while the other is defined in the Multimedia Library (with API form) [16] . Both of them are implemented in Win32 under User Mode, while the API timer works in the same mode and the Multimedia timer works in the Kernel Mode. Another specification, very crucial from a Control point of view, is that the resolutions of both timers are 1 ms. Nevertheless, the precision of the API timer is 10 to 15 ms and above but the one of Multimedia timer can be as fast as 5 ms and above. That is the reason that the multimedia timer is used in this work and the sampling rate at 200 Hz is set. WinRT also supports its timer function that works at Kernel Mode but it is similar to the multimedia timer [20] . The way to set up the Multimedia timer will be explained in detail in Section III.
MSDN library specifies that the maximum number of timers that can be activated for Win32 application is 16 in one process [16] . Threads may be opened as many as needed to do either data acquisitions or calculations, as long as the number of timers is below the limit. For example, different sensors can be set up at different threads, then the data will be shared in another thread and be used to calculate the compensating signal. For simplification and demonstration purposes, data acquisitions, calculations, and sending out signals will be put in only one thread.
All the subroutines are located in the same application class file which is generated by MFC (Microsoft Foundation Class) wizard. The header file Mmsystem.h must be included before the multimedia timer is being activated. Also Import Library winmm.lib has to be included in the Visual C environment to make all the multimedia timer function accessible.
The target (desired) resolution of the timer is set as a global variable first as "TARGET_RESOLUTION" in unit of ms. Since each machine and the OS platform may have different range of the resolution (which means it may not meet the set-up requirement), the minimum and maximum resolutions supported by the timer services would be determined at the beginning of the subroutine that starts the timer session (void classname: OnControlMtctl( )). The function "timeGetDevCaps" fills the wPeriodMin and wPeriodMax members of the TIMECAP (as a globally defined class TIMECAP tc) structure with the minimum and maximum resolutions. The result will be saved back to another global variable wTimerRes (UINT, unsigned integer).
After the minimum resolution is established, the functions timeBeginPeriod and timeEndPeriod must be used to set and clear this resolution. For each timeBeginPeriod being called, there must be a matched timeEndPeriod in the program. An application can make multiple calls of timeBeginPeriod with the same number of timeEndPeriod.
The sampling rate is set at every 5 ms so that the timer function wakes the thread in this work. A global variable UINT msInterval 5 sets a 5-ms delay between the executions of the callback function when it is used in the function timeSetEvent that starts the timer. Though the only limit of the interval is that it has to be greater than the timer resolution, the number cannot be made less than 5 or the system goes unstable due to the time consumption of calculation. Also it is pointed out by MSDN library that periodic timer events with an event delay of 10 ms or less consume a significant portion of CPU resources. (Usually the computer is fully dedicated to the system control so that the CPU consumption is not a significant issue here.)
The function timeSetEvent needs the following inputs: uDelay (msInterval in the example in Section III), uResolution (wTimerRes), lpTimeProc (WakeThread in the example in Section III), dwUser (User-supplied callback data) and fuEvent(TIME_PERIODIC, because the repeated timer is needed). The function returns an identifier UINT wTimerID, which is also passed to the callback function, for the timer event if successful or an error otherwise. Since the timer is set periodically, the function timeKillEvent is called to cancel the event. The identifier (wTimerID here) is specified as an input of the function. The multimedia timer runs its own thread when it calls the CALLBACK function at TIME_CRITICAL priority level (the highest priority to run threads in NT under USER mode). Windows NT reserves the highest priority to maintain the system. If a conflict between the threads occurs, the operating system might have a chance to become unstable. However, this chance can be reduced if the computer is solely dedicated to the control operation only.
The function CALLBACK WakeThread (void type in the example) has the following inputs: the identifier sent by timer wTimerID, UINT msg (reserved in the version), DWORD dwUser (same User-supplied callback data as in timeSetEvent), DWORD dw1 and DWORD dw2 (another two reserved parameters).
Besides the multimedia timer that provides periodic wakes of the callback function, there is another set of counter commands that are useful to record elapsed times with very high-res- olution. The function QueryPerformanceFrequency determines the frequency of the CPU clock and returns counts per second. This function returns the count as the cycle rate of the processor clock. Then the function QueryPerformanceCounter retrieves the current value of the high-resolution counter. By calling this function at the beginning and end of a processing commands, the total number of counts in such a high resolution timer will be recorded. The accurate elapsed time of this process then equals the number of counts divided by the frequency [16] .
III. CONTROL ALGORITHM IN WINREC V.1
The control application program in WinReC v.1, the Windows NT based control software developed at the Rutgers Robotics and Mechatronics Laboratory, consists of four parts: 1) the initialization of drivers and definition of interface card control commands at the beginning of the program; 2) the initiation of the timer when the control of the robotic or mechatronic system starts; 3) the control algorithm that is waked periodically; and 4) the stop of the timer when the control of the system is canceled. Each one of these parts will be discussed in detail. The whole idea of the program is demonstrated in the flow chart in Fig. 2 .
In order to take the full advantage of Windows multitasking feature, this project was set with Windows frame. There are many different API (or MFC) classes created by MFC wizard in the skeleton project. These classes inherit the different configurations in order to generate a (or multiple) frame window(s). All the necessary variables, functions that initiate the driver(s) as well as globally recognized parameters are defined at the starting point of the program so that they are set ready right after the frame window begins. The starting point is in the class CProjectnameApp at both constructor CprojectnameApp::CProjectnameApp and BOOL type function CprojectnameApp::InitInstance( ). It is recommended to put all significant initialization in latter function as in Fig. 3 .
As it is described in Section II, the timer has to be set in order to trigger the control algorithm periodically. Once the MFC generates a command in the menu (Cproject_nameApp::OnControlMtctl( ) in Fig. 4) , the least resolution of the timer can be determined at the beginning of the function. Then the timer resolution is established through timeBeginPeriod. If needed, the higher accurate timer also can be used to record the elapsed time. Then the periodic multimedia timer is set to start with the command timeSetEvent, which returns an identifier (wTimerID) required when the timer is terminated. After the timer is initiated, the computer calculates the signals that actuate individual system motors in each iteration. The computer receives the measurements of actual joint angles through encoder and the interface card. Then the computer calculates the differences between the measurements and desired positions, and uses them and the differences from the previous step along with the accumulations of integral control signal from the beginning, to generate the outputs for the current step. The entire control algorithm is illustrated in Fig. 5 . Similar algorithms have been implemented for more advanced controllers such as and H . The timer terminator is in another command function (Cproject_nameApp::OnControlMtctloff in Fig. 6 ). Here the timer is stopped by execute the command timKillEvent(wTimerID). At the same time, the resolution of the timer should be deleted from the program if it is not required by other timer routines. The experimental data can be recorded at this point and be analyzed by other software such as MATLAB ® .
IV. EXPERIMENTAL SYSTEMS AND DEMONSTRATIONS
The method presented in this paper and WinReC v.1, the software that was developed based on this method, were tested experimentally using two complex robotic/mechatronic systems. Several controllers including and H were implemented. Extensive tests for almost two years have been performed and all systems and controllers performed extremely well, with no unstabilities or system failures. In this section we present some examples from these experimental tests.
A. Experimental System Setup
The Dell ® OptiPlex Gxa™ PC system with INTEL ® Pentium II™ 333 MHz CPU and 128 MRAM is used in this work. It is augmented with two US Digital ® PC7166™ PC to incremental encoder interface cards and two Datel ® PC-412C™ Analog I/O boards. The PC collects the sensor readings either through the data acquisition boards or the encoder interface cards, does the feedback control calculation, and then sends out the signal to the actuators of the electro-mechanical systems through the D/A converter and laboratory built amplifiers.
The first electromechanical system that is used in this paper to demonstrate the effectiveness of WinReC v.1 is a five-degree-of-freedom Mitsubishi RV-M2 manipulator. Fig. 7 shows all mechanical and electrical components of this experimental system. A JR3 ® 67M25 6-axis force/torque sensor is placed at the manipulator wrist before the gripper. The manipulator gripper is holding a flexible beam to study vibration suppression of the payload using the robot manipulator. An Entran Accelerometer (Model EGE-732B-2000D-/RS), which is a strain gauge type sensor, is attached at the free-end of the flexible beam to record the beam's oscillations [22] .
The second electromechanical system is a SMA wire bundled actuator, shown in Fig. 8 . This system was constructed consisting of 48, 12 in. (30.5 cm) long, 0.006 in. (150 m) diameter wires. The wires that make up the bundle are fabricated from a nickel-titanium (Ni-Ti) alloy made by Dynalloy, Incorporated and they are manufactured such that they undergo a maximum length contraction of 8% and can apply a considerable amount of force compared to their weight. Different sensors were applied in this mechatronic system to measure force, position, current and temperature. A complete description of the design and fabrication of the actuator can be found in [23] .
B. Experimental Control Demonstrations 1) Position Control of an Industrial Robot Manipulator:
In this experiment, independent joint PID control of the Mitsubishi RV-M2 manipulator is demonstrated. In independent joint PID control, each joint is controlled separately. The inputs for each motor are specified either directly in joint space by using desired joint angles, or in Cartesian space by defining desired end-effector positions and orientations and then calculating the equivalent joint angles by using the inverse kinematic model. In this example, the desired angles are specified directly in joint space. All the nonlinear coupling effects from other joints and the gravity effect are treated as disturbances in the controller. Digital control techniques have been used to design the PID controller for each motor. Each motor is considered to be a second order system. Fig. 9 shows the block diagram of the controller in -domain. Fig. 10 shows an example of a step response and the control voltage for joint 1 of the Mitshubishi RV-M2. The motor moves from the initial position at 0 to the final position of 57.3 (1 rad) in 0.55 s. Similar responses are obtained for all other joints, when they move independently or when they move jointly to position the end-effector at a desired location. Fig. 11 shows the occurrence of data from joint 1 with respect to the sampling time. It indicates that the timer of 5 ms interval is very accu- rate because the elapse time of the response was recorded by applying a high-resolution counter separately, as it is described in Section II.
To demonstrate the ability to set up different timers simultaneously, an example is shown where a second timer is incorporated to perform path following tests. The calculation of the joint trajectories with respect to time starts after the second timer is executed. Setting the interval at 50 ms and the same resolution with the first timer, the calculated trajectories become the desired positions of motors in the next step of the control routine. Fig. 12 shows a path following test for the first motors. In this example the trajectory is accomplished in 3 s. Since the timer should be terminated when the trajectory profiles are achieved, the function timeKillEvent is placed at the logic loop inside the CALLBACK subroutine.
2) Payload Vibration Suppression Control by an Industrial
Robot Manipulator: Advanced controllers such as and H , have also been implemented with WinReC v.1. In these series of experiments, the Mitshubishi RV-M2 manipulator, handles a thin flexible beam as it is shown in Fig. 7 . The wrist mounted force/torque sensor provides control feedback for the payload vibrations. Two types of advanced controllers to suppress the payload vibrations are designed using and H methods. The vibrations of the flexible payload with only PID joint position control without vibration suppression scheme and two sets with the payload vibration suppression controllers are collected using the accelerometer mounted at the endtip of the flexible beam. The positions of the beam's endtip are calculated by two integrations with respect to time and are shown in Fig. 13 . Details from these experiments can be found in [22] .
3) Open Loop Control of an SMA Wire Bundled Actuator: The SMA Bundle was tested through open loop experiments using the setup described in Section IV-A. For the open loop experiments described in this paper, a variable weight without springs acted as the load. The specific weights used were 11 lb. (4.99 kg) and 27.5 lb. (12.5 kg). Several different types of input signals (step, ramp, sinusoid, and half sinusoid) were defined in WinReC v.1 and then sent to the SMA Bundle. Each experimental run lasted approximately 24 s during which the following data were recorded: SMA bundle voltage drop, current, contraction, and air temperature at the center of the bundle. In this paper, some results from the step responses were presented. The algorithm that is being used for the open loop tests is very similar to the one used for closed loop control experiments as it was presented in Section II. After the timer is initiated, the CALLBACK function that records the measurement is activated after each interval. A complete set of data for three different step input signals with an 11 lb load is shown in Fig. 14 . The algorithm discussed in this paper resulted in excellent experimental data and allowed a detailed analysis of the SMA bundle performance. An in depth analysis of the bundle results is presented in [23] .
V. CONCLUSIONS
In this paper, a generic method is introduced to write a software program to use the inexpensive and popular Windows NT platform to perform control and data acquisition processes. A standard protocol of setting up periodic timers with Microsoft Visual C++ library has been established. Applications of all the required functions from Microsoft Foundation Class ® to set up periodic timers are described in detail and demonstrated in the examples. The examples of applying the timers associated with the commercial device driver WinRT for ISA and other types of interface cards indicates nice performance on closed loop control of robot manipulator as well as the accuracy of open loop control for the SMA bundled actuator. The methods generated in this paper can be used to implement even more complicated control algorithms such as state-space controllers or adaptive control.
