This work presents the interface design of an Arabic Programming Environment (APE). The environment is an attempt to Arabize the user interface for programming languages under MS-Windows. It consists of two interrelated parts. The first part is the Arabic environment that enables users to create and edit programs in Arabic. The second part is the Arabic compiler. This paper describes only the first part of this project. It also states the main characteristics of the Arabic language that affects this work.
INTRODUCTION
Almost throughout the world, computers play an important role in people's life. The concept of ignorance starts to shift from not knowing how to read and write to not knowing how to operate and utilize computers. For instance, in Saudi Arabia many houses have computers either for scientific purposes or just for entertainment. Moreover, computer classes have been introduced in all high schools. Education planners in Saudi Arabia are nowadays thinking seriously to introduce computer classes not only in middle schools, but also in elementary schools [11] . The main difficulty facing such planing is the English language that is taught starting at the middle schools. The best idea to enhance computer teaching in Arab countries is to Arabize computers in all levels:
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Computer Arabization can be defined as the conversion of well tested and well proven computer software so as to enable Arabic-speaking users to utilize it effectively and efficiently. This work is to develop an Arabic Programming Environment (APE) to support programming in Arabic.
This paper is comprised of five sections, including this introduction. The rest of this section states the main objectives and motivations. It also defines the design guidelines for developing the APE. Section 2 is devoted to the main impacts of the Arabic language characteristics on the APE. Section 3 discusses related work. Section 4 describes the APE. Finally, Section 5 concludes the paper.
Objectives and Motivations
The main objective towards the Arabization of computing is to be able to write programs in Arabic. Arabic programming languages and their environments should be available as other international programming languages to enhance the advancements in the Arab world. The APE is an integrated set of tools for program development such as editor, compiler, linker, and debugger. So, it is substantially different from the Arabic word processors available in the market. Arabic language, in general, has many unique features that make it different from all European languages. Consequently, developing an Arabic environment is different from developing an environment for other languages.
Design Guidelines
Several key factors influence the design of the APE. It should have the ability to read and display Arabic characters. Moreover, everything in the APE (writing direction, menus, tool-bar, status-bar, etc.) should be presented from right to left to accommodate the Arab users. These two features pose the major obstacle to developing such an environment. Also, to address a wide group of users and programmers, this work has to be built on top of a popular machine that can support Arabic character set. This led me to use IBM PC and compatibles which are popular and widely available machines with numerous clones. They also support a reasonable Arabic interface under both MS-DOS and MS-Windows.
Since MS-Windows has a better user interface than MS-DOS, MS-Windows has been chosen as the base platform for this work. MS-Windows version 3.0 and later can support Arabic characters with some applications for Arab users. The APE consists of an Arabic editor complemented with compiling and running facilities. The APE should accept Arabic text with basic tools for editing, such as opening a file, saving it, cutting, copying, and pasting. Section 4 explains in some detail the APE interface and its capabilities.
INFLUENCE OF THE ARABIC LANGUAGE CHARACTERISTICS ON THE APE
To effectively build a good Arabic software, one should fully understand the main characteristics of the Arabic language. The Arabic language has many unique features that are different from many other languages [21] . Not all the characteristics of the Arabic language affect the APE. The features that deal with the formation of words, the general structure of sentences, or the different shapes of characters are not directly related to this work. However, the following issues are affected by the characteristics of the Arabic language.
• The APE writes text from right to left. For numbers, which can be written from leR to right, I have adopted the MS-Windows approach. This approach lets the cursor moves to the left while the newly entered digit appears to the right of the previous digits. In other words, the user starts by typing the most significant digit. This approach may cause some editing problems (deleting, copying, selecting, etc.) because the cursor position does not match the insertion position. However, this approach simulates the way of writing by the majority of Arabs.
• For the sake of simplicity and flexibility, the APE will not accept the diacritical signs. Most Arabs can easily read a text without the need for diacritical signs.
. The Arabic programming language within the APE should accept the underscore character for keywords and identifiers. The reason is that the Arabic is a script language (links the letter of a single word). Unlike English, it is hard to read the concatenation of two words without a space or an underscore. For example, the translation of "GOTO" can be either "3..~z~" or "~!_ .~-~". The former translation is hard to read. The underscore character is inserted between concatenated words to increase the readability.
• The Arabic Programming language may apply the principle of abbreviation whenever applicable. For example, the translation of "EOF" is "~_~" which stands for ",.z.~_~.W". Another example is "~" as a translation for "COS".
• The letter "~" is sometimes used instead of"~" or "!".
To give some kind of flexibility to the Arabic Programming language, the letter "~" can be used instead of "~" or "l" for keywords only, not user identifiers. The same criterion is applied for ";" and ","
at the end of keyword, and "~" and "~" also at the end of keyword* . Therefore, ")~." and "~", "~." and
~. , and "~.,,-", etc. are the same keywords.
RELATED WORK
The use of computers in many Arab countries was, and may still be, in its infancy compared with the West. A mission report published by the United Nations Development Program Regional Bureau for Arab States in 1984 stated that all areas of computer applications are missing except to some degree in management business applications [22] . This mission described the utilization of computers in health, education, biology, agriculture, physics, geology, mining, construction, project management, and engineering design as in large missing.
Mahjoub and Mandurah [16] explained the main reasons for the slow development of computer sciences in the Arab world as:
1. weak educational programs in the universities, 2. absence of national programs to introduce the technology to the public, 3. lack of good Arabic software, 4. lack of Arabic text books and references, 5. high cost of Arabic computer systems, and * In fact, the letters are not interchangeable from the ortha~raphic ,point of v~w, but some Arabs use them as in.tercnangeaDle letters, lne APE tolerates this common mlsiaKe. 6 . weak research activities in computer sciences with lack of communication and coordination among the Arab researchers.
There are many aspects or avenues where the Arabization of computers took place. Among these aspects are standardization, information systems, pattern recognition, artificial intelligence and expert systems, Arabic morphological analysis, input and output facilities, word processing (including spelling and grammar checking), operating systems, Islamic sciences, programming languages, and other fields in computer science. Examples of literature in some of these fields can be found in [1, 2, 3, 4, 5, 6, 10, 14, 17, 20] .The following two sub-sections briefly discuss the status and the advances in the most relevant issues to this work, namely: standardization and input/output facilities.
Standardization
There are at least three aspects in the Arabized computers that need standardization: character coding, keyboard layout, and Arabic computer terms. Unfortunately, there is not enough progress in the process of standardization in both character coding and computer terms. The absence of an agreed upon set of standards for character coding has a very negative impact on the process of Arabization. The keyboard has, to some extent, a standard layout inherited from the Arabic typewriters. The differences in the keyboard layout exist on the auxiliary marks and the special characters.
The first attempt to standardize the Arabic characters coding was done by Saudi Arabian Standards Organization (SASO) in 1980 by calling for an international symposium [16] . However, the weak interaction between the researchers and manufacturers resulted in the hasty adoption of standards. The various features of the Arabic language coupled with the absence of an agreed set of standards for character coding and keyboard layout have led to several approaches in Arabization, some examples of these approaches can be found in [7, 13, 18] .
As yet, there is no standard code (even in ASCII)for Arabic characters. For example, NCR has almost six different character maps for its Arabic terminals and printers; and IBM has more than 12, seven ofthemat least for the IBM PC [cf 19] . Arabized MS-Windows has different character set from the Arabized MS-DOS. In other words, an Arabic text that is written using 'EDIT' under MS-DOS cannot be viewed with 'NOTEPAD' under MS-Windows. This led to inconsistency in any software that needs to support both Arabic DOS and Arabic Windows.
Since the shape of a character is determined by the character itself and adjacent characters, there are two approaches for character coding: 1. Each character has a single code regardless of its shape. 2. Each character shape has its own code. In this case a single character may have up to four different codes. The total number of codes is over ninety. Most computer systems use the first approachto avoid the large number of coding. The appropriate shape can be determined by a software depending on the contextual analysis.
On the other hand, the standardization of computer terms in Arabic language is not better than the standardization of character coding. An attempt to put some rules and boundaries for the Arabization of terms was conducted by Bakry [8] . The failure in Arabized computer terms start even in the translation of the word "computer" itself. There are at least three translations: ",-,-,~-", "~.~-", and "/..r..r..r..r..r..~-~' . The last translation is actually writing the word "computer" as is in Arabic (transliteration).The same criterion is applied for many other terms.
Input and Output Facilities
An Arabic text may confront three main classes of problems when displayed on screen or printed by a printer. The first class is caused by the Arabic cursive nature. The computer must be able to handle a sequence of isolated typed characters and display or print them in a smooth flow Arabic text. This process is called contextual formatting. Automatic text concatenation requires an algorithm that accepts Arabic characters and then alters or selects the proper shapes of the entered characters according to their positions within a word; then displays the text on screen in a syntactically correct manner. Since there are over 90 shapes, the correct shape within a word needs a complex analysis. Not only we face this huge number of shapes, but also some shapes require double width, for example ',,2 in its isolated or ending forms.
Moreover, Arabic characters in a word are either connectable or not connectable to its successor according to the characteristics of the character. The process of connecting or disconnecting a character requires some analysis.
The second class of problems comes when numerals are embedded in the text. Arabic or Indian numerals can be written from right to left or leR to right. Also they can be read starting from right or starting from left. Currently, there is no standard for implementing numerals in Arabic computer systems. In some systems, when entering numerals, the cursor stays in one place and the numerals stream off to the left, since numerals run left to right.
The third class of problems in displaying text arises when a mixture of Arabic and a European language has to be used. The computer must be able to intermix right-to-left and left-to-right characters and place each character in its proper relative position in the text line. This process is called directional layout. To illustrate the problem of directional layout, let us take an example of an early attempt to mix English with Arabic text in the NCR system [9] . In that system, the English text needs to be reversed. Therefore, the name "AbdulMalik Al-galman" needs to be keyed into an Arabic document as "namlaS-IA kilaMhidbA". Of course, newer systems introduced easier methods for the mixed documents. Examples of bilingual editors on the IBM PC are the Arabic Word Perfect and the Arabic MS Word [15] .
Printing the Arabic script needs more effort than displaying the text on the computer screen because it involves some hardware problems such as printer head movement. Printing Arabic scripts also needs a complex analysis, similar to the screen display. Furthermore, printing an Arabic text depends on the type of the printer; the dot matrix printer needs more management rather than laser printer [12] . At the beginning of the last decade, Arabic printers were limited and they also lacked standardization. This fact led to the limitation of using computers in the Arab world.
THE APE INTERFACE
The APE is designed to be an environment analogous to the programming environments in the PCs. To the best of my knowledge, the APE is the first programming language environment under MS-Windows. Editing, compilation, and execution environments are all under MS-Windows. Editing and compilation windows have been implemented using Visual Basic. The execution window has been implemented using C language and low-level MS-Windows system calls. The execution window has to be controlled only by the user program, not by the user. In other words, the user should be prevented from altering the window's output. Moreover, once the input is entered, it cannot be changed.
The APE is a multiple-document environment that runs under the Arabic version of MS-Windows. Therefore, the programmer can open more than one file at the same time, but only one file is active at a time. The APE has only one Toolbar and one Statusbar, and all commands are routed to the active file. The highlighted window is the window that has the focus (active window). Figure 1 illustrates the general software architecture of the APE.
Main Window
When the user runs APE, the main window (Figure 2 ) will show up on the screen. The window is maximized with a single, empty file window. The following subsections explain the various areas in that window.
The software/file title
This area has the software title "~ J~.,,h" (Arabic Pascal), followed by the file name. When a user runs the so~vare, the file name will be "~ :o~r~ oj~" (Untitled: 1). 
I
Since the text area is in its maximized mode, the software title and the file name come in the same area. If the text area is not in its maximized mode, the file name will appear only on top of the text area, which is separate from the software title. As provided by the MS-Windows, the "US" icon converts the writing mode to English when clicked. The "~_" icon converts the writing mode to Arabic. The default mode in the APE is Arabic. Figure 3 (a-f) shows the drop-down submenus. The following is a translation of these menus (top to bottom). Due to the absence of character set coding standardization, the APE requires the file names to be in English. If the file name is written in Arabic, it may appear as a junk of symbols under the MS-DOS. Also, due to the inconsistency in the Arabic keyboard layout, the APE uses English short-cut keys, such as F3 and Ctrl+P.
Main Menu
It should be pointed out that all dialog boxes are provided in the Arabic language including the command buttons. Moreover, all messages are displayed in Arabic. Figure 2 ) is used for executing a successfully compiled program. The area to the left of this bar is used for displaying a brief explanation of the tool bar icons and status bar items when the mouse pass over them.
Text Editor
When a new file is displayed on the screen, the cursor will be placed in the rightmost side of the first line. The default mode of writing is Arabic. Since this editor is designed for programming purposes, the APE allows only one font style "Simplified Arabic Fixed." This font has been chosen because all characters have the same width in it, which is recommended in writing programs. While writing, the cursor will move to the left. When the text cursor reaches the left edge of the enclosing window, the cursor stays at the left edge, and scrolls the previous text to the right to accommodate the newly typed 
Compilation Process
When a .programmer compiles a program, the APE window splits into two windows, the program window and the compiler output window (display window). The compiler output window contains the error messages, if any, and some other helpful information such as time of compilation, number of lines compiled. During the compilation process, a yellow traffic light icon turns on to indicate that the compilation process is in progress• If there is no error, the green light will be on. In case of errors, the red light will be on. There is a direct connection between each error message and its corresponding line in the source code that produces the error. Figure 5 depicts the APE windows after an unsuccessful compilation. The highlighted lines are the statement in the source code that causes the error and the corresponding error message, The APE also supports interactive modification of the source code. In other words, the programmer can switch from the compiler window to the source code window easily without loosing any of these windows.
When a program is ready for execution, the APE creates a new window for the execution If a run-time error occurs, an error message will be displayed and the execution will be aborted. As long as the source code is not altered, the programmer can execute the program as many times as necessary without the need for recompilation. Figure 6 shows the execution window after the end of an execution process. Pressing F7 (End of Compilation) dismisses the compilation and execution windows and returns the program window to its original size. 
Figure 6 APE including the execution window
APE. It also gives a detailed description of the APE interface. There are many avenues to enhance the APE. Among these are run-time debugging tools, syntax directed editing, and program auto formatting (indenting).
The second part, the design and implementation of an Arabic programming language, for this APE, is undergoing. I have chosen the Standard Pascal as a model to follow in the process of designing an Arabic programming language.
