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Abstrakt
Tato bakalářská práce popisuje a porovnává možnosti vývoje mobilních aplikací pro různé
mobilní operační systémy (Android, Windows Phone atd.). Práce také popisuje dostupné
nástroje k tvorbě mobilních aplikací. Na základě vytvořené aplikace, byly porovnány a zhod-
noceny dva vývoje – nativní a hybridní.
Abstract
This bachelor thesis describes and compares the possibilities for development of mobile
applications for various mobile operating systems (Android, Windows Phone etc.). The
thesis also describes the tools available to create mobile applications. Based on the created
application, there were compared and evaluated two developments – native and hybrid.
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Kapitola 1
Úvod
V posledních letech urazily mobilní telefony neuvěřitelný kus cesty a dnes jsou z nich zaří-
zení vybavená nejmodernějšími technologiemi, vlastním operačním systémem a množstvím
užitečných funkcí. S mobilními telefony souvisí mobilní aplikace, které existují již řadu let,
a lidé si díky nim rádi zpříjemňují život a šetří drahocenný čas. Trend oblíbenosti využívání
aplikací v mobilních telefonech je zřejmý, proto vznikají nové nástroje a technologie pro
tvorbu mobilních aplikací, které se snaží minimalizovat nevýhody již zaběhlých technologií.
Cílem této bakalářské práce je vytvořit ucelený přehled dosavadních nástrojů a techno-
logií pro tvorbu mobilních aplikací, dále vytvořit aplikaci, která bude vyvíjena pomocí dvou
technologií pro dva různé operační systémy, poté tento vývoj porovnat a zhodnotit.
Samotný text této práce je rozdělen do několika kapitol. Kapitola 2 obsahuje popis nej-
rozšířenějších mobilních operačních systémů (Android, Windows Phone atd.). Další kapitola
3 se zabývá jednotlivými vývoji mobilních aplikací. Závěrem kapitoly je porovnání výhod
a nevýhod jednotlivých vývojů. Následující kapitola 4 popisuje multiplatformní nástroje
a určuje jejich logické rozdělení. V kapitole 5 je popsána použitá technologie, uživatelské
rozhraní, způsob implementace a testování vytvořené aplikace. Závěr kapitoly obsahuje po-
rovnání vývoje. Práci uzavírá kapitola 6, která se zabývá zhodnocením dosažených výsledků
včetně vlastního přínosu a nastínění možností budoucího vývoje.
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Kapitola 2
Mobilní operační systémy
Díky zdokonalování technologií neslouží v dnešní době mobilní telefony výhradně na tele-
fonování či psaní textových zpráv. Dnes jsou to tzv. chytré telefony, využívající operační
systém a aplikační rozhraní, které umožní instalaci nebo úpravy programů. Dále poskytují
bezdrátový přístup k internetu, kvalitní fotoaparát, GPS navigaci a mnoho dalších užiteč-
ných funkcí. Zajímavým faktem o oblíbenosti chytrých telefonů je, že trh s chytrými telefony
dokázal předběhnout prodej klasických stolních počítačů [10].
Důležitou informací pro tvorbu mobilních aplikací je operační systém. Na následujícím
grafu 2.1 jsou zobrazeny operační systémy a jejich podíl na světovém trhu (ke dni 24.5.
2012).
Obrázek 2.1: Podíl operačních systémů na světovém trhu chytrých telefonů podle IDC [18].
Z grafů je patrná dominantnost operačního systému Android od společnosti Google
a iOS založen společností Apple. Ostatní operační systémy jsou zhruba na stejné úrovni
světového trhu.
Díky rostoucímu počtu prodejů chytrých telefonů s operačními systémy (Android, iOS,
Blackberry atd.) vzniká nová distribuce s aplikacemi pro každou platformu (viz shrnutí
3.2).
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2.1 Android
V dnešní době patří k nejrozšířenějšímu operačnímu systému na světovém trhu. Uplatňuje
se především v mobilních telefonech, ale i v tabletech či navigacích.
Android je open-source operační systém, který je založený na jádru Linuxu. Již od první
dostupné verze jsou všechny části šířeny pod licenci Apache a GPLv2. Díky této licenci má
vývojář možnost přístupu ke zdrojovému kódu celého operačního systému.
Operační systém byl navrhnut tak, aby fungoval na široké škále fyzických zařízení.
Systém neklade požadavky na rozlišení obrazovky, úhlopříčky či chipsetu1. Cílem bylo tedy
postavit jádro, které umožňuje přenositelnost mezi zařízeními.
Aktuální verze Androidu
Verze Jméno API Distribuce (%)
1.6 Donut 4 0.1
2.1 Eclair 7 1.7
2.2 Froyo 8 4.0
2.3 - 2.3.2 Gingerbread 9 0.1
2.3.3 - 2.3.7 Gingerbread 10 39.7
3.2 Honeycomb 13 0.2
4.0.3 - 4.0.4 Ice Cream Sandwich 15 29.3
4.1.x Jelly Bean 16 23.0
4.2.x Jelly Bean 17 2.0
Tabulka 2.1: Aktuální verze operačního systému a její distribuce [2].
Od první verze bylo vydáno několik aktualizací, které opravují chyby a přidávají nové
funkce. Poslední verze Jelly Bean nabízí novou funkcí Project Butter, která zajistí rychlejší
a plynulejší vykreslování obrazů.
2.2 Bada
Bada je operační systém pro chytré mobilní telefony, která je vyvíjena jihokorejskou spole-
čností Samsung Electronics. Operační systém vznikl z původního systému mobilních tele-
fonů vyráběných firmou Samsung. Přepracováním grafického rozhraní, přidáním možností
stahovaní a instalací aplikací třetích stran, se z operačního systému Bada stal plnohodnotný
operační systém možný konkurence na světovém trhu operačních systémů pro mobilní za-
řízení.
Doposud byly vydány tři hlavní verze. První verze 1.0 vyšla v roce 2010 s telefonem
Samsung S8500 Wave. Brzo poté vyšla verze 1.02, která byla vydána pro evropské uživatelé.
V lednu roku 2011 byla vydána verze 1.2 s telefonem Samsung S8530 Wave II. Verze 1.2
obohatila systém o několik nových vlastností. Mezi tyto vlastnosti patří zrychlení systému
či spojité zadávání textu na virtuální klávesnici.
V únoru roku 2011 vznikla alfa verze Bada 2.0. V listopadu tohoto roku vyšla oficiálně
verze 2.0 s telefonem Samsung Wave 3 s8600. Tato verze přinesla velké množství změn. Jedna
z nejvýznamnějších změn byla podpora multitaskingu, což verze 1.0 ani 1.2 nepodporovaly.
1Čipová sada (anglicky chipset) je jeden nebo více integrovaných obvodů (čipů), které jsou navrženy ke
vzájemné spolupráci.
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2.3 BlackBerry OS
Operační systém BlackBerry OS je proprietární2 systém vyvinutý kanadskou společností
Research In Motion (RIM). Platforma BlackBerry je nejvíce proslulá díky svojí implicitní
podpoře firemní korespondence. Novější verze 2.0 MIDP3 totiž podporuje bezdrátovou ak-
tivaci, synchronizaci mezi přístrojem a účtem (firemní, uživatelský), na kterém se nachází
e-maily, úkoly, kalendář, schůzky apod. Uživatel má tedy přístup k aktuálním údajům. Sys-
tém také podporuje automatické aktualizace, díky službě BlackBerry OTASL je však nutná
podpora místního operátora.
Tvorba aplikací pro operační systém BlackBerry OS není zdaleka tak rozšířená jako
v případě Androidu nebo iOS. Pro vývojáře může být zajímavý z pohledu Business to
Business.
Aktuální verze BlackBerry OS je 10 (ke dni 1.3. 2013), která by měla začít konkurovat
operačnímu systému Android a iOS.
2.4 iOS
iOS je mobilní operační systém vytvořený společností Apple Inc. Systém byl nejprve určen
pro mobilní telefony iPhone. Postupem času se systém rozmohl do dalších zařízení jako je
iPod, iPad či Apple TV. Na rozdíl od Windows Phone a Android, je operační systém iOS
určen pouze pro zařízení od firmy Apple.
iOS je odlehčenou verzí operačního systému MAC OS X, a proto je systém postavený
na jádru UNIX. Již od začátku tvorby iOS se snažili vývojáři o jednoduchost a snadné
ovládání. Tato metoda se osvědčila a také proto se iPhone stal nejprodávanějším mobilním
telefonem na trhu [38].
Až do verze iOS 4.0 nedokázal plnohodnotně pracovat s multitaskingem, nyní se s tímto
problémem dokáže hravě vypořádat. Předchozí verze se jmenovali iPhone OS x.x, protože
systém byl určen pouze po mobilní zařízení iPhone. Aktuální verze (duben 2013) operačního
systému je iOS 6.1.3.
Co se týče periferií, je iPhone na velice dobré úrovni a dokonce i iOS si s nimi dokáže
dobře rozumět. Především se jedná o dotykovou obrazovku, která je předností každého
iPhonu. Jeho multi-touch systém byl již ze začátku velkou předností samotného telefonu na
trhu.
2Nejsou k dispozici volně zdrojové kódy či v nich nelze svobodně dělat úpravy a výsledné dílo distribuovat.
3Je aplikační rozhraní, které definuje, jakým způsobem softwarové aplikace spolupracují s mobilními
telefony.
6
Obrázek 2.2: Aktuální verze operačního systému a její distribuce [12].
2.5 Symbian OS
Je operační systém, který byl navržen pro využití v chytrých telefonech. Před příchodem
Android a iOS byl Symbian OS ve vedoucím postavení na světovém trhu operačních sys-
témů. Původně byl Symbian pod licencí proprietární nyní je pod veřejnou licencí Eclipse
Public License.
Operační systém byl vyvíjen společností Nokia. Zlomem ve vývoji bylo zrušení smlouvy
mezi výrobci mobilních telefonů především se společností Nokia. Roku 2011 společnost
Nokia oznámila ústup od dalšího vývoje Symbianu OS a přechod k operačnímu systému
Windows Phone 7. Více o Windows Phone najdeme v sekci 2.6.
Aktuální verze systému je Symbianˆ3 a byla vydaná na konci roku 2010. Důraz byl
kladen na uživatelské rozhraní.
2.6 Windows Phone
Windows Phone je mobilní operační systém vyvinutý firmou Microsoft a je následníkem
předcházejícího operačního systému Windows Mobile. I když je následníkem Windows Mo-
bile tak s tímto operačním systémem nemá moc společného.
Společnost Nokia začala implementovat do svých telefonů operační systém Windows
Phone a kvůli tomuto kroku se možná dostane Windows Phone do popředí a bude schopen
konkurovat Androidu nebo iOS. Windows Phone je zaměřený na uživatelský trh, předchozí
systém Windows Mobile se orientoval především na firemní trh. Licence pro Windows Phone
je samozřejmě proprietární.
Verze Windows Phone 7 byla vydána v druhé polovině roku 2010. S Windows Phone 7
vzniká nové uživatelské rozhraní s kódovým názvem Metro. Další verze jsou Windows Phone
7.5 a Windows Phone 7.5 Refresh, který podporuje slabší hardware a rozšiřuje lokalizaci
dalších jazyků. Dále tyto verze podporují úplný multitasking, který Windows Phone 7
nepodporoval. Nejnovější verze je Windows Phone 8, který přichází s řadou nových za-
jímavých vylepšení.
V dalších kapitolech budeme pracovat pouze s Windows Phone 7.
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Kapitola 3
Vývoj mobilních aplikací
Na začátku vývoje aplikace je nutné si položit otázku, který vývoj bude tou správnou
volbou. Zda použit pro vývoj aplikace webově-orientovaný přistup, nativní vývoj nebo hyb-
ridní vývoj, který se v dnešní době rozvijí čím dál více. Na tuto otázku však neexistuje
jednoznačná odpověď, protože každý vývoj aplikace má svoje výhody a nevýhody. Nyní si
ukážeme jednotlivé vývoje.
3.1 Nativní vývoj aplikací
V předchozí kapitole 2, byly popsány mobilní operační systémy. Distribuce s mobilními
operačními systémy je příliš roztříštěná a to nebyly popsány zdaleka všechny operační
systémy, které existují. Každý operační systém má svůj vlastní postup, programovací jazyk
a někdy také vývojové prostředí, ve kterém jsou nativní aplikace vyvíjeny. Pro vývojáře je
nutné se tedy zaměřit na jeden operační systém. U větších společností, které vytváří mobilní
aplikace, se jednotlivé týmy specializují na jeden systém, což ale zvyšuje náklady na tuto
aplikaci. Nativní vývoj tedy není přenositelný mezi jednotlivými operačními systémy. Tento
problém se snaží minimalizovat již zmiňovaný webově-orientovaný vývoj nebo rozvíjející se
hybridní vývoj. Vytvořené aplikace je možné uvést přes oficiální distribuci (viz shrnutí 3.2).
Zařízení
Webový server
Java,PHP
Soubory Databáze
Webové
služby
Nativní
aplikace
Obrázek 3.1: Nativní aplikace.
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3.1.1 Android
Pro vývoj aplikací je určený vývojářský balík Android SDK tzv. Software Development Kit,
který je dostupný pro všechny operační systémy. Balík obsahuje nástroj na ladění chyb, sadu
knihoven, dokumentaci, ukázky zdrojových kódů, emulátor a další důležité nástroje. Tento
balík je volně dostupný na stránkách Android Developers [1]. Oficiálně podporované vývo-
jové prostředí pro operační systém Android je Eclipse (až od verze 3.6.2 Helios). V Eclipse
je nutné přidat zásuvný modul Java Development Tools (JDT) a Android Developlement
Tools. Po přidání těchto zásuvných modulů jsme schopni vyvíjet pro operační systém An-
droid. Pro tvorbu není nutné používat vývojové prostředí Eclipse, protože je možné použít
jiné vývojové prostředí (Netbeans) nebo jakýkoliv textový editor. Nativní aplikace s vy-
užitím balíku Android SDK se programují v jazyce Java. S původním jazykem Java má
pouze stejnou syntaxi a konvenci, systém se totiž spoléhá na svůj virtuální stroj, který se
nazývá Dalvik. Je možné využít balíku Android NDK, díky kterému je možné psát v jazyce
C/C++. Slouží především k urychlení kritických pasáží ve zdrojovém kódu.
Vytvořenou aplikaci je nutné řádně otestovat. Pro testování je určen emulátor, který
je součástí balíku Android SDK. Tento emulátor je velkou výhodou, protože ne všechny
mobilní operační systémy emulátor podporují. Před spuštěním emulátoru je možné na-
konfigurovat různé parametry (verze Androidu, operační paměť, rozlišení obrazovky) dle
potřeby. Samotná konfigurace a spuštění je možné přes zmiňované prostředí Eclipse nebo
přes příkazovou řádku. Spuštění emulátoru, následná instalace aplikace a její spuštění trvá
poměrně dlouho, což omezuje prácí vývojáře. Další možností testovaní je na vlastním zaří-
zení.
Z předchozí sekce 2.1 víme, že Android je otevřenou platformou. Poskytuje vývojářům
možnost přistupovat k systémovým a hardwarovým funkcím zařízení, což je určitě zajímavé
pro vývojáře mobilních aplikací.
Velice zajímavá je distribuce u Androidu, která se nazývá Google play. Po úspěšném
dokončení aplikace je možné distribuovat tuto aplikaci přes Google Play. Je nutná pouze
registrace v Google Play a zaplatit jednorázový poplatek. Aplikace neprocházejí žádnou
kontrolou, což způsobuje, že aplikace nemusí být vždy kvalitní. Google play je volná distri-
buce s aplikacemi, které posoudí uživatelé a buď aplikaci odsoudí, nebo naopak vyzdvihnou
mezi nejlepší aplikace.
3.1.2 Bada
Pro vývoj aplikací je určený balík Bada SDK, který je dostupný pouze pro operační systém
Windows XP, Windows Vista a Windows 7. Balík Bada SDK obsahuje sadu knihoven,
hlavičkové soubory, emulátor, vývojové nástroje a další nástroje potřebné k vývoji. IDE1
v Bada SDK je založeno na vývojovém prostředí Eclipse a JavaScript Development Tools
[6]. Dále Bada IDE obsahuje například nástroje pro tvorbu a testování UI2 (UI Sequencer,
UI Builder), event injector, což je nástroj který simuluje události při běhu aplikace, a další
nástroje [7]. Nativní aplikace jsou programovány v jazyce C++, což pro vývojáře mobilních
aplikací přináší několik nevýhod. Jedná se zejména o manuální správu paměti, protože
aplikace neběží ve virtuálním stroji, což může způsobit špatné uvolnění alokované paměti.
Pro vytvoření nové aplikace je nutné se zaregistrovat na stránkách Bada SDK a vytvořit
si nový uživatelský účet. Po přihlášení je nutné vyplnit základní informace o aplikaci. Poté se
1Vývojové prostředí.
2Uživatelské rozhraní.
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vygeneruje nové unikátní ID aplikace a nový soubor Manifest.xml. Tento soubor je nutný
vložit do nového projektu. Po úspěšném dokončení aplikace je možně distribuovat tuto
aplikaci přes Samsung Apps. Pokud je aplikace schválena, může být zařazena mezi další
aplikace v Samsung Apps.
3.1.3 BlackBerry OS
Jedna z možností pro vývoj aplikací je využití balíků BlackBerry Native SDK, který je
dostupný pro operační systémy Windows, Mac OS X a Ubuntu [9]. Balík je určen k vývoji
pro operační systém BlackBerry 10 a obsahuje sadu knihoven v jazyce C/C++, linker,
kompilátor, rozsáhlé IDE a další nástroje potřebné k vývoji. Aplikace se vyvíjí v QNX
Momentics IDE, je možnost využít BlackBerry Native Plug-in for Microsoft Visual Studio
a vyvíjet v prostředí Visual Studio. Další možností je sáhnout po balíku BlackBerry Java
SDK. Již z názvu je zřejmé, že se bude aplikace vyvíjet pomocí jazyka Java. Jako IDE je
vhodné používat Eclipse. Existují další možnosti, které je možné dohledat na oficiálních
stránkách BlackBerry.
Po výběru z výše uvedených možností je vhodné vyplnit formulář [8] a získat soubory
Rim Development Key (RDK) a ladicí známku tzv. debug token, které jsou potřeba pro
další vývoj.
Pro testování je možné použít Black Berry 10 Simulator, který je možné stáhnout na
stránkách BlackBerry Developers nebo využít další možnost, a to testovat na vlastním
zařízení. Pokud chceme testovat aplikaci na vlastním zařízení, je nutné podepsat aplikaci
tzv. sign apps. V případě, že hodláme testovat aplikaci bez podepsání, je nutné vytvořit
a nainstalovat ladicí známku (tzv. debug token) na toto zařízení. Jak jsem již zmiňoval,
ladící známku a klíč k podepsání obdržíme po vyplnění formuláře. Po podepsání aplikace,
je možné provést distribuci přes BlackBerry App World.
3.1.4 iOS
Pro vývoj aplikací je určený vývojářský balík iOS SDK, který je dostupný pouze pro ope-
rační systém Mac OS X. Balík je volně dostupný na stránkách Apple Developers [5]. SDK
obsahuje simulátor pro iPhone i iPad, vývojové prostředí Xcode, které nemusí být vždy
součástí, a další nástroje potřebné k vývoji. Součástí vývojového prostředí Xcode je ná-
stroj pro tvorbu grafického rozhraní a další ladící nástroje, které usnadní vývojáři práci.
SDK obsahuje také spoustu návodů a rad, jak postupovat při vývoji aplikace. Vývojovým
jazykem operačního systému je Objective-C, který je nadstavbou jazyka C.
Pro testování je možné využít simulátoru, který je součástí balíku SDK. Na rozdíl od
Android emulátoru, který dokáže plnohodnotně zastoupit reálné zařízení, dokáže iOS simu-
látor pouze simulovat dané zařízení, což je při testování někdy nepříjemné, ale pro běžné
aplikace to vystačí. Další možnost testování je využít vlastní iOS zařízení jako je iPhone,
iPod Touch nebo iPad. Tato možnost je bohužel placena. Je nutné se zaregistrovat do pla-
ceného Apple iOS vývojového programu, kde je nutné platit roční poplatek. Pro studenty
a pracovníky univerzit je možné využít programu iOS Developer University. Díky tomuto
programu není nutné žádné poplatky platit.
V předchozí kapitole byla zmíněna uzavřenost operačního systému s okolím, což má
svoje výhody i nevýhody. U distribuce s Android aplikacemi můžeme narazit na aplikaci,
která může nějakým způsobem poškodit uživatele aplikace. Toto by se u distribuce Apple
stát nemělo, protože aplikace jsou pečlivě kontrolovány. Pro distribuci aplikací na Apple
Store je nutná registrace, která byla zmíněna u testování na vlastním zařízení.
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3.1.5 Symbian OS
Pro vývoj aplikací je určený balík Qt SDK, který je dostupný pro operační systémy Win-
dows, Ubuntu, Linux a Mac OS X [27]. Balík obsahuje sadu knihoven, kompilátor, emulátor
a další nástroje potřebné k vývoji. Aplikace jsou psané v programovacím jazyku C++ s pou-
žitím Qt.
Pro testování je možné použít Qt Simulator. U některých zařízení je nutné Qt nainsta-
lovat, netýká se to zařízení s operačním systémem Symbian Belle, protože tyto zařízení již
Qt mají nainstalované. Poté je nutné správně nastavit Qt Creator. Po úspěšné konfiguraci
je možné testovat na vlastním zařízení. Pro distribuci aplikace je potřeba Developer Cer-
tificate (Symbian Signed) [28]. S tímto certifikátem je možné distribuovat aplikaci na Ovi
Store.
V předchozí kapitole byl zmíněný úpadek Symbian OS, což má dopad i na jeho vývoj.
3.1.6 Windows Phone
Pro vývoj aplikací je určený balík Windows Phone SDK, který je samozřejmě dostupný
pouze operační systém Windows [22]. Balík obsahuje IDE, Windows Phone Emulator, XNA
game studio, dokumentaci, ukázkové aplikace a další nástroje potřebné k vývoji. Vývojové
prostředí je Visual Studio Express for Windows Phone.
Vývojář si může zvolit tří cesty jak vytvářet pro platformu Windows Phone. Buď si
zvolí vytvářet aplikace pomocí rámců Silverlight, XNA nebo kombinací XNA a Silverlight
dohromady. Silverlight je vhodný pro tvorbu běžných aplikací zatímco XNA je vysoce vý-
konný framework, který se využívá při tvorbě 2D a 3D her. Silverlight i XNA aplikace jsou
psány v jazyce C#. Grafické rozhraní Silverlight aplikací se definuje pomoci XAML, což je
vlastně rozšířené XML, které se používá při popisu rozložení aplikací od .NET frameworku.
Pro testování aplikací je možné použít emulátor, který je součásti Windows Phone
SDK nebo použít vlastní zařízení. Pokud chceme použít vlastní zařízení je nutná nejprve
registrace tohoto zařízení. K tomu slouží nástroj Windows Phone Developer Registration
[23]. Po úspěšné registraci je možné testovat na vlastním zařízení.
Pro distribuci aplikací přes Windows Phone Marketplace je nutné se zaregistrovat a pla-
tit roční poplatek. Pro studenty je možné využít programu DreamSpark, díky kterému
nemusí platit žádný poplatek, za účelem testování.
V předchozí kapitole bylo zmíněno opuštění vývoje operačního systému Symbian OS
firmou Nokia, která přestoupila na operační systém Windows Phone. Tímto krokem má
Windows Phone reálnou šanci konkurovat Androidu či iOS na světovém trhu.
11
Obrázek 3.2: Přehled nativních vývojových prostředí a distribuce aplikací pro jednotlivé
mobilní operační systémy.
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3.2 Webový vývoj
Další možností pro tvorbu aplikace je webový vývoj. Tento vývoj přináší řadu výhod, ale
i nevýhod vůči nativnímu vývoji. Mobilní webové aplikace nabízí rychlejší a jednodušší
vývoj. Programátor má možnost volby vývojového prostředí. Vytvořená aplikace se však
nedá distribuovat přes oficiální obchod jako je tomu u nativních aplikací, což je pro vývojáře
dosti podstatné.
Vývojář se musí zamyslet a rozhodnout, zdali se mu vyplatí vytvořit webovou aplikaci
pro mobilní zařízení. V dnešní době dochází k rozšíření bezdrátového internetu a k jeho
zrychlení, proto tedy není problémem zobrazit přes webový prohlížeč mobilní webovou
aplikaci, která je přizpůsobena rozlišením k zařízení s dotykovou obrazovkou. Díky tomuto
se stává webový vývoj rovnocenným soupeřem nativním aplikacím.
Při vývoji webových mobilních aplikací má vývojář omezený přístup k nativním funkcím
zařízení. V dnešní době se tento problém snaží řešit tzv. hybridní aplikace. Tyto aplikace
kombinují výhodu jednoduchého vývoje webových aplikací a zapouzdření. Patří zde napří-
klad nástroj PhoneGap (viz sekce 4.6.1).
Zařízení
Webový server
Java,PHP
Soubory Databáze
Webové 
  služby
 Webový
prohlížeč
Obrázek 3.3: Webový vývoj.
3.2.1 HTML5 a jeho využití při tvorbě aplikace
Při tvorbě moderních mobilních webových aplikací je dobré využít jazyku HTML5. Základ
tohoto značkovacího jazyka je postaven na HTML 4.01. HTML5 přináší vůči HTML 4.01
řadu vylepšení (možnost vložení videa, využití geolokačních funkcí, přístup k senzorům).
Díky HTML5 je možné vytvářet bohaté multimediální aplikace bez nutnosti zásuvných
modulů jako je například Adobe Flash, který má příliš vysoké nároky na výkon, což je
u mobilních zařízení dosti podstatné. U webového vývoje dochází k problému s rozšířeností
webových prohlížečů a jejich různý způsob zpracování implementace specifikací HTML5.
Pro tvorbu moderních mobilních webových aplikací je HTML5 spolu s CSS a JavaScriptem
mocnou zbraní.
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3.2.2 jQuery Mobile
jQuery Mobile je JavaScriptový framework určený a optimalizovaný pro mobilní zařízení
s dotykovou obrazovkou. jQuery Mobile je kompatibilní s operačními systémy jako například
iOS, Android, BlackBerry, Bada, Windows Phone a Symbian [20]. Vyžaduje standardizo-
vané zápisy HTML a CSS právě z důvodu zachování vysoké kompatibility a použitelnosti
na co nejvíce mobilních zařízeních. Framework je postavený na jádře jQuery pro desktopové
prohlížeče. Což je výhodou pro uživatele, kteří používali jQuery, protože nabízí možnosti
stejného zápisu. Framework jQuery Mobile je volně dostupný na stránkách jQueryMobile.
jQuery Mobile je velice silný nástroj, který zjednodušuje vývojáři práci při tvorbě mo-
bilních webových aplikací (tvorba UI).
3.2.3 jQTouch
jQTouch je plugin jQuery pro vývoj mobilních webových aplikací. jQTouch vznikl původně
pro telefony iPhone. Postupem času se ovšem zaměřil i na další operační systémy například
Android a BlackBerry. jQTouch je optimalizovaný pro WebKit3. Dále podporuje přístup ke
geolokačním funkcím a je volně dostupný na oficiálních stránkách jQTouch [19].
Zásadním rozdílem je, že jQTouch nevyužívá nové atributy data- přidané v HTML5,
ale již dlouho známé atributy pro označení třídy class.
3.2.4 Sencha Touch
Framework Sencha Touch je oproti jQuery Mobile a jQTouch zcela jiný. Programování apli-
kace je pomocí JavaScriptu. Sencha Touch sice využívá HTML5, ale veškerý kód samotné
aplikace je umístěn v JavaScript souborech, přičemž v souboru s HTML5 se načítá samotný
framework Sencha Touch a poté soubory vlastní aplikace. Sencha Touch využívá knihovny
Ext, která obsahuje podobnou funkcionalitu jako jQuery. Psaní v Sencha Touch je poměrně
složité. Pro psaní aplikací je nutná dobrá znalost tohoto frameworku. Pokud vývojář tento
framework dobře zná, je schopen vyprodukovat velice elegantní aplikaci. Sencha Touch je
volně dostupný na oficiálních stránkách Sencha [34].
3.3 Hybridní vývoj
Tento vývoj se snaží kombinovat výhody nativního i webového vývoje, proto se nazývá
hybridní. Hybridní aplikace vytváří nástroj, který se nazývá wrapper neboli zapouzdřovač
(viz sekce 4.1). Aplikace je vyvíjena pomocí webového vývoje, čímž je zabezpečena pře-
nositelnost mezi jednotlivými operačními systémy. Díky zapouzdření je možné přistupovat
k nativním funkcím zařízení. Po úspěšném vývoji aplikace je možné aplikaci distribuovat
přes oficiální obchod jako u nativního vývoje. U vývoje hybridní aplikace je nutné vyna-
ložit obrovské úsilí, aby aplikace odpovídala nativnímu UI. Interní výkon aplikace tvořený
pomocí zapouzdřovače je závislý na výkonně webového nebo JavaScript jádra.
Další možností vývoje budou popsány v kapitole 4.
3Je název renderovacího jádra prohlížeče (Safari, Chrome atd.).
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Obrázek 3.4: Hybridní aplikace.
Výhody
Nativní vývoj Webový vývoj Hybridní vývoj
nativní distribuce přenositelnost nativní distribuce
nativní uživatelské rozhraní rychlejší a jednoduší vývoj přístup k senzorům API
přístup ke všem senzorům API libovolné vývojové prostředí přenositelnost
rychlost aplikace není nutné aplikaci instalovat HTML, CSS, JavaScript
Tabulka 3.1: Výhody jednotlivých vývojů.
Nevýhody
Nativní vývoj Webový vývoj Hybridní vývoj
aplikace nejsou přenositelné nutnost připojení k internetu interní výkon
složitější vývoj omezený přístup k senzorům úsilí k nativnímu UI
nemožnost volby vývojového prostředí nemožnost distribuce další framework k UI
nutná instalace
Tabulka 3.2: Nevýhody jednotlivých vývojů.
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Kapitola 4
Multiplatformní vývojové nástroje
pro tvorbu mobilních aplikací
Multiplatformní nástroje jsou nástroje, které umožňují vyvíjet aplikace a podporují distri-
buci pro více operačních systémů.
V sekci 3.1 bylo vzpomenuto, že je nutné vynaložit větší úsilí v tvorbě mobilních aplikací
pro více operačních systémů a to v podobě zapojení více vývojářů do projektu, což zvyšuje
náklady. Tento fakt se snaží multiplatformní vývojové nástroje minimalizovat. Hlavní vyu-
žití těchto nástrojů spočívá ve znovu použitelnosti zdrojového kódu, čímž se snižují nároky
na tvorbu mobilních aplikací. Dále je možné aplikaci, která je vyvíjena tímto nástrojem,
uvést mezi více distribucí (viz shrnutí 3.2).
V následujících sekcích se podíváme na jednotlivé nástroje a jejich logické rozdělení.
4.1 Zapouzdřovače
Tyto nástroje využívají hybridního vývoje (viz sekce 3.3), což znamená kombinací webového
a nativního dohromady. Zapouzdřovače umožňují vyvíjet nativní mobilní aplikaci s použi-
tím jazyků HTML5, CSS a JavaScript. Dále je tento zapouzdřovač rozšířen o možnost
přemosťovat některé nativní funkcionality, což webový vývoj neumožňuje.
Díky těmto faktům je možné napsat aplikaci v jazycích HTML5, CSS a JavaScript a díky
JavaScriptového aplikačního rozhraní jsme schopni přistupovat k některým senzorům API
(akcelerometr, kamera, kompas atd.).
Mezi nejrozšířenější zástupce patří PhoneGap (viz sekce 4.6.1). Dále zde patří například
IBM Worklight [17] a RhoMobile [33].
4.2 JavaSriptové frameworky pro mobilní aplikace
Dalšími nástroji, které zde můžeme zařadit, jsou JavaScriptové frameworky. Frameworky
slouží pro vývojáře, kteří chtějí vyvíjet aplikaci pro dotykové zařízení. Hlavní výhodou
těchto frameworků je, že vytvořená mobilní webová aplikace je kompatibilní mezi jednotli-
vými webovými prohlížeči. Některé z frameworků také podporují přístup k některým sen-
zorům API (viz sekce 3.2.3), což může vývojář velice dobře využít.
Mezi tyto frameworky řadíme například iUI, zepto.js, jQuery Mobile (viz sekce 3.2.2),
jQTouch (viz sekce 3.2.3), Sencha Touch (viz sekce 3.2.4) a JoApp.
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Obrázek 4.1: Zapouzdření.
4.3 Interpretové nástroje
Tyto nástroje stejně jako zapouzdřovače, dokážou vytvářet nativní mobilní aplikace pro více
operačních systémů s využitím jiného programovacího jazyka než u nativní tvorby. Hlavním
rozdílem mezi interpret nástroji a zapouzdřovači je v zobrazování UI. U zapouzdřovačů se
o to stará webový prohlížeč, zatímco u interpretových nástrojů je využito vlastního jádra.
Například u nástroje Appcelerator Titanium (viz sekce 4.6.2) se aplikace skládá ze tři
hlavních částí:
• Námi vytvořený JavaScript, který je přeložen do Javy (Android) nebo Objective-C
(iOS), jiné platformy nejsou zatím podporovány, operační systém BlackBerry je pro-
zatím v beta verzi1.
• Specifikace konkrétní implementace Titanium API v nativním jazyce.
• Interpret JavaScriptu, který bude použít k vyhodnocení vytvořeného kódu za běhu
(V8 (výchozí) pro Android nebo JavaScriptCore pro iOS).
Příklad vytvoření tlačítka pomocí následujícího JavaScript kódu:
var b = Titanium.UI.createButton ({title: ’Click me’});
Dojde k volání globálního objektu Titanium (zkráceně je možné zavolat Ti), který vyvolá
nativní metodu. Tato metoda vytvoří nativní UI objekt a vytvoří nového zástupce tzv.
proxy object (b), který zpřístupňuje vlastnosti a metody daného UI objektu.
Nejznámější zástupce těchto nástrojů je již zmiňovaný Appcelerator Titanium (viz sekce
4.6.2).
1Je softwarový produkt, na kterém je již opravena většina chyb, nicméně je pořád nestabilní a na jeho
chování se nedá spolehnout.
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Obrázek 4.2: Nativní aplikace pomocí interpret nástroje.
4.4 Cloud-based webové nástroje
Pomocí těchto nástrojů je možné vytvořit mobilní aplikaci bez nutností napsání zdrojového
kódu vývojářem. Většinou jsou tyto nástroje přístupné přes webový prohlížeč bez nutnosti
instalace či stahování souborů. Aplikace se vyvíjí pomocí drag&drop, kde si uživatel vy-
bere z integrovaného designéru komponenty, které potřebuje pro aplikaci. Je možné těmto
komponentům růžně upravovat vlastnosti apod. Nástroje také obsahují již předpřipravené
vzory, díky kterým je možné vytvořit aplikaci velice rychle. U některých z těchto nástrojů
je možné si nechat vygenerovat zdrojový kód, který se skládá především z HTML, CSS
a JavaScriptu. Díky této funkci a použití zapouzdřovače například PhoneGapu (viz sekce
4.6.1) je možné vytvořit nativní aplikaci.
Tyto nástroje mají ovšem omezené funkční možnosti oproti ostatním nástrojům. Slouží
především pro vytvoření rychlé aplikace nebo pro vývojáře, který nemá zkušenosti s pro-
gramováním a chtěl by navrhnout svojí vlastní aplikaci.
U některých těchto nástrojů je možné pro testování využít vygenerovaného QR kód
nebo připojení k webu, který je vytvořen tímto nástrojem.
Mezi tyto nástroje patří například Appery.io (viz sekce 4.6.3), Mobile Nations, Wix
Mobile a Red Foundry.
4.5 Další nástroje
Další nástroj, kterým je možné vyvíjet mobilní nativní aplikaci pro více operačních systémů,
je Mono [42] od společnosti Xamarin. Vytvářet nativní aplikaci je možné pomocí jazyku
C# a .NET frameworku. Nástroj obsahuje vlastní vývojové prostředí MonoDevelop IDE.
Je také možné vyvíjet ve Visual Studiu (samozřejmě pouze ve Windows). Nástroj Mono je
bohužel placený. Je možné stáhnout pouze trial verzi, která nepodporuje distribuci aplikace.
MoSync [26] je další nástroj k tvorbě mobilních aplikací. Tento nástroj má svoje vý-
vojové prostředí MoSync IDE. Pro vyvíjení aplikací je nutné do tohoto prostředí vložit
MoSync SDK. MoSync podporuje tvorbu aplikací s využitím HTML5, CSS a JavaScriptu
nebo kombinací HTML5, CSS, JavaScriptu a C/C++.
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4.6 Podrobnější popis některých nástrojů
4.6.1 PhoneGap
PhogeGap se řadí k jednomu z nejúspěšnějších zapouzdřovačů (viz sekce 4.1) dnešní doby.
Původním vydavatelem byla společnost Nitobi, později byl odkoupen společností Adobe,
který vlastní tento zapouzdřovač dodnes. PhoneGap je dostupný pod open-source licencí
Apache. Hlavním důvodem vzniku nástroje PhoneGap bylo rozšíření možností webovým
vývojářům mobilních aplikací, o přistoupení k nativním funkcím přístroje. Vývojář se tedy
nemusí učit programovací jazyky, které jsou nutné k vyvíjení nativní aplikace.
Jádro aplikací, tvořené zapouzdřovačem PhoneGap, je psané v HTML, CSS a Ja-
vaScriptu. Pomocí webové technologie je tedy možné vytvářet nativní aplikace pro různé
operační systémy jako je Android, iOS, Windows Phone, BlackBerry apod. [31]. Při sesta-
vení aplikace dochází k zapouzdření webového kódu do nativního pouzdra. Výsledná apli-
kace je tedy hybridní. O zobrazení grafického rozhraní aplikace se stará vestavěny webový
pohled prohlížeče [29]. Mimo to v něm ještě probíhá zpracování JavaScriptu, který zabez-
pečuje funkční stránku aplikace. Mezi podporované funkce, které poskytuje daný systém
a zařízení patří například akcelerometr, kompas, kamera, geolokační funkce apod. Funkce,
které jsou podporovány, se liší v závislosti na zvoleném operačním systému. Aktuální se-
znam těchto funkcí je na stránce s dokumentací [30]. U každé funkce je kromě popisu ukázka
zdrojového kódu, různé metody a podpora jednotlivých systémů.
Pro tvorbu aplikací pomocí nástroje PhoneGap je nutné stáhnout balíček, který je
přístupný na oficiálních stránkách nebo využít služby PhoneGap Build. Tato služba umožňuje
vývojářům nahrát svojí aplikaci, která je tvořena pomocí HTML, CSS a JavaScriptu na ser-
ver. Server zpracuje tuto aplikaci do nativní aplikace, poté je možné nativní aplikaci stá-
hnout zpět ze serveru a distribuovat přes oficiální obchod. Pokud vývojář přistoupí k stáhnu-
tí baličku, je dobré se řídit postupem, který je na oficiálních stránkách. Tento postup je
popsán pro všechny podporované operační systémy.
4.6.2 Appcelerator Titanium
Nástroj Titanium byl vydán společností Appcelerator. Titanium obsahuje vlastní vývojové
prostředí Titanium studio, ve kterém se aplikace vyvíjí. Dále obsahuje nástroje Titanium
Desktop SDK a Titanium Mobile SDK. Nejprve vznikla verze Titanium Desktop SDK,
která nabízí vývoj aplikací pro stolní počítače s různými operačními systémy. Později byla
přidána podpora Titanium Mobile SDK, která umožňuje vyvíjet aplikace pro operační
systémy Android, iOS a BlackBerry. Nástroj Titanium je dostupný pod open-source licencí
Apache 2.0.
Titanium Mobile SDK umožňuje vytvářet mobilní nativní aplikace s použitím jazyka
HTML, CSS a JavaScript. O proti nástroji PhoneGap vytvořené aplikace neběží ve vesta-
věném webovém pohledu prohlížeče, ale využívají jenom samotné jádro JavaScriptu [3].
Pomocí tohoto jádra je kód interpretován a je možný přístup k systémovým funkcím za-
řízení, jako jsou například akcelerometr, geolokační funkce, kamera apod. Jde tedy o vy-
víjení nativní aplikace s použitím přenosného jazyka JavaScript namísto jazyků Java či
Objective-C.
Přidáním balíků Android SDK a iOS SDK do Titanium Studia je možné testovat apli-
kaci pomocí emulátoru daných operačních systémů. Drobná překážka vzniká u balíčku iOS
SDK, který je kompatibilní pouze s operačním systémem Mac OS X. Vývojové prostředí
Titanium Studio také obsahuje nástroje pro hledání chyb. Dále nabízí možnost vybrat si
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výstupní formát aplikace od nativní přes webové i hybridní, které jsou zatím v beta verzi.
Appcelerator nabízí prodej svých aplikací přes Open Mobile Marketplace.
4.6.3 Appery.io
Nástroj Appery.io je založen na přístupu pomocí webového prohlížeče. Tento nástroj není
třeba nijak instalovat ani stahovat. Po zaregistrování na oficiálních stránkách je možné
vytvářet vlastní mobilní aplikaci [4]. Přístup je založen pouze na tzv. drag&drop technice.
Jde o techniku, kde vývojář pracuje s integrovaným designérem. Z tohoto designéru vývojář
vybírá jednotlivé komponenty pro aplikaci. Těmto komponentům je možné upravovat různé
vlastnosti. Tento nástroj je určen pro zkušené uživatele, kteří napříč technické orientaci
nejsou vývojáři. Nástroj také podporuje testování aplikace, kterou uživatel navrhne.
Velice užitečnou funkcí je možnost nechat si vygenerovat kód aplikace, kterou uživatel
vytvořil. Vygenerovaný kód může být v HTML, CSS a JavaScriptu pro operační systémy
Android, iOS, Windows Phone a další, nebo podporuje vygenerování kódu pro projekty
Eclipse, Xcode a Visual Studio. Tyto vývojové prostředí slouží k tvorbě nativních aplikací
pro operační systémy Android, iOS a Windows Phone.
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Kapitola 5
Praktická část
V rámci této práce byla navrhnuta univerzální RSS čtečka1, která byla implementována
pro operační systémy Windows Phone 7 a Android s využitím nativního (viz sekce 3.1)
a hybridního vývoje (viz sekce 3.3).
5.1 RSS
Pro navrhnutí logiky aplikace je důležité se obeznámit se strukturou RSS2. Původní RSS
vyvinul Dan Libby ze společnosti Netscape, tato verze je dnes známá pod číselným označe-
ním 0.90. Dnes se s ní ale v praxi nesetkáme. Poté se objevila všeobecně známá verze 0.91.
Existují ještě další subverze, které různě modifikují či rozšiřují možnosti hlavních verzí.
Mezi nejpoužívanější verze patří 2.0, která vychází z verze 0.92. Proto aplikace podporuje
verze 2.0 a verzi 0.91, která postupem času upadá. Autoři standardu RSS se rozhodli, že
nejlepší bude využít univerzálního formátu XML3. Struktura XML souboru ve formátu 2.0
může vypadat takto:
<?xml version="1.0" encoding="UTF-8" ?>
<rss version="2.0">
<channel>
<title></title>
<link></link>
<description></description>
<lastBuildDate></lastBuildDate>
<item>
<title></title>
<description></description>
<link></link>
<pubDate></pubDate>
</item>
</channel>
</rss>
1RSS čtečka je program, který slouží k získávání informací ze sledovaných kanálů, jejich zpracovaní
a zobrazení.
2RSS zkratka je používaná pro více různých spojení (Really Simple Syndication, Rich Site Summary
atd.).
3Extensible Markup Language je obecný značkovací jazyk.
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Soubor vždy začíná informací o verzi XML a kódování souboru. Následuje tag <rss>,
který je kořenovým elementem. Obsahuje povinný atribut version, který popisuje verzi
RSS. Další následující povinný element je <channel>, který obaluje všechny ostatní ele-
menty. Tento element obsahuje další podelementy:
• <title> - Povinný element, který popisuje název zdroje.
• <link> - Povinný element, obsahující URL odkaz na stránku RSS zdroje.
• <description> - Povinný element, obsahující krátký popis zdroje.
• <lastBuildDate> - Nepovinný element, který obsahuje datum poslední aktualizace
ve formátu RFC 822.
• <item> - Tento element představuje jednotlivé záznamy, počet těchto záznamů je ne-
omezený. Element <item> obsahuje podelementy <title>, <description>, <link>,
<pubdate> všechny podelementy jsou nepovinné, ale alespoň jeden z podelementů
<title> nebo <description> musí být vždy přítomen.
Tento základní popis je dostačující pro vytvořenou aplikaci. Podrobnější popis je možné
nalézt na stránkách s RSS 2.0 specifikací [35].
Další zajímavou funkcí aplikace je možnost posílat články. Aplikace podporuje posí-
lání článků na serverovou část, která byla vytvořena současně s aplikací. Je nutné tuto
serverovou část instalovat na svém webovém serveru, proto byla vytvořena další možnost
posílání článku, a to pomocí pingback metody [39]. Protože pingback pracuje s XML-RPC
protokolem popíšeme si tento protokol v další sekci.
5.2 XML-RPC
XML-RPC je protokol, s jehož pomocí lze jednoduše provádět vzdálené volání procedur4.
Tento protokol zapouzdřuje data pomoci značkovacího jazyka XML a poté jsou data pře-
nášena pomocí protokolu HTTP.
Požadavek se skládá ze dvou částí. Jedná se o hlavičku a tělo požadavku.
Hlavička požadavku
POST /RPC2 HTTP/1.0
User-Agent: Frontier/5.1.2 (WinNT)
Host: betty.userland.com
Content-Type: text/xml
Content-length: 181
4Tato technologie umožňuje programu vykonat proceduru, která může být uložena na jiném místě, než
je umístěn volající program.
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První údaj v prvním řádku hlavičky je druh dotazu. Druhá položka nese informaci
o umístění XML-RPC serveru. Třetí údaj definuje verzi a druh protokolu.
Další čtyři řádky se skládají vždy z názvu položky a hodnoty. První ze čtveřice User-agent
obvykle informuje o druhu a verzi implementace. Řádek Host určuje adresu počítače, na
kterém běží XML-RPC server. Content-Type značí druh odesílaných dat, musí mít vždy
hodnotu text/xml. Content-length udává délku těla požadavku.
Tělo požadavku
<?xml version="1.0"?>
<methodCall>
<methodName>examples.getStateName</methodName>
<params>
<param>
<value>
<int>41</int>
</value>
</param>
</params>
</methodCall>
Tělo požadavku musí uvozovat kořenový element <methodCall>. Podelement <methodName>,
udává název volané procedury. Následuje seznam parametrů předávaných vzdálené proce-
duře (pokud nějaké vyžaduje). Parametry se uvozují elementem <params> a mezi tento ele-
ment lze vložit libovolný počet parametrů. Každý parametr je uzavřen v elementu <param>
a v tomto elementu se nachází jeho hodnota v elementu <value> obalená elementem dato-
vého typu [40].
Jednorozměrné datové typy
<int> číselná hodnota </int>
<string> textový řetězec </string>
<dateTime.iso8601> datum a čas podle normy ISO 8601 </dateTime.iso8601>
Vícerozměrné datové typy
<struct> <array>
<member> <data>
<name>jméno</name> <value>
<value> <int>hodnota1</int>
<int>hodnota</int> </value>
</value> <value>
</member> <string>hodnota2</string>
</struct> </value>
</data>
</array>
23
Jednorozměrné typy jsou dostatečně pochopitelné z příkladu, vícerozměrné můžou obsaho-
vat hodnotu obalené elementem array nebo struct. Element struct obsahuje libovolný
počet podelementů member. Každý podelement member má svůj název a hodnotu. Element
array se skládá z libovolného počtu hodnot bez názvu. Popsány jsou pouze základní typy,
které byly zapotřebí při tvorbě požadavku k vytvoření nového článku. Příklad požadavku
k vytvoření nového článku pro WordPress s využitím MetaWeblog API v příloze B.
Úspěšná odpověď
HTTP/1.1 200 OK
Date: Sun, 14 Apr 2013 01:43:38 GMT
Server: Apache
Vary: Accept-Encoding,User-Agent
Content-Length: 1298
Connection: close
Content-Type: text/html
<?xml version="1.0"?>
<methodResponse>
<params>
<param>
<value><string>Odpověď</string></value>
</param>
</params>
</methodResponse>
Tělo odpovědi tvoří element <methodResponse>, mezi kterými se, na rozdíl od poža-
davku, musí vyskytnout element <params>. Uvnitř musí existovat alespoň jeden element
<param> obsahující hodnotu a datový typ.
V případě neúspěchu je element <methodResponse> následován elementem <fault>.
Uvnitř se nachází element <value> obsahující datový typ <struct>. Struct obsahuje dva
členy – první s názvem faultCode, který udává chybovou hodnotu, a druhý člen je faultString,
který obsahuje textovou část chyby (viz příloha B).
5.3 Implementace
Jak již bylo zmíněno dříve, aplikace byla naprogramována pro operační systémy Windows
Phone 7 a Android s využitím nativního a hybridního vývoje.
Jedná se o univerzální RSS čtečku s podporou verze RSS 2.0 (viz sekce 5.1). Aplikace
umožňuje odesílat články na vytvořenou serverovou část nebo na webový server podporující
MetaWeblog API [41]. Komunikačním protokolem je již zmiňovaný XML-RPC (viz sekce
5.2).
Jelikož se jedná o nativní a hybridní vývoj výsledná aplikace je nativní. Aplikace a její
chování se dá znázornit následujícím obrázkem.
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Obrázek 5.1: Chování vytvořené aplikace.
Webový a proxy server byl implementován v jazyce PHP5 (viz příloha C).
5.3.1 Platformově závislá část - nativní tvorba
Na základě informací ze sekce 3.1 byl pro implementaci operačního systému Android zvolen
jazyk Java s použitím vývojového balíku Android SDK a pluginu ADT pro IDE Eclipse.
Aplikace pro Windows Phone 7 byla implementována pomocí jazyka C# a technologie Sil-
verlight s využitím vývojářského balíku Windows Phone SDK a IDE Visual Studio Express.
Aplikace má pro oba operační systémy stejný logický celek, který je tvořen těmito
třídami:
• Main.class - Úvodní obrazovka.
• Reader.class - Třída, která obstarává stáhnutí XML souboru a jeho následné parso-
vání. Parsován je každý článek zvlášť, kde jeden článek odpovídá třídě Article.class.
• Article.class - Třída popisující článek.
• Show article.class - Tato třída slouží k zobrazení článku, který si uživatel přeje
zobrazit.
• Database.class - Třída obstarává veškerou prácí s lokální databází.
5Je skriptovací programovací jazyk. Je určený především pro programování dynamických internetových
stránek a webových aplikací.
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• Add article.class - Zajišťuje sestavení článku a následné odeslání na vytvořený
webový server.
• Add article xml rpc.class - Zajišťuje sestavení článku a následné odeslání na webový
server podporující XML-RPC protokol s MetaWeblog API.
• Add to favorite.class - Přidání nového článku mezi oblíbené.
• Favorite urls.class - Slouží k zobrazení oblíbených článku a jejich editaci.
Všechny třídy odpovídají jedné obrazovce mimo třídu Article.class a Database.class.
5.3.2 Platformově závislá část - hybridní tvorba
Pro implementaci aplikace pomocí hybridní tvorby byl zvolen nástroj PhoneGap. Ze sekce
4.6.1 víme, že k implementaci aplikace se využívá jazyků HTML, CSS a JavaScript.
Jedna z velkých nevýhod PhoneGapu je, že grafické rozhraní není nativní6, proto byl pro
práci s uživatelským rozhraním využít framework jQuery Mobile (viz sekce 3.2.2) a jazyk
CSS.
Aplikace má pro oba operační systémy stejný logický celek a obsahuje následující adre-
sářovou strukturu:
www/ #hlavní adresář
css/ #vytvořené css styly
style.css
style_add_article.css
style_add_article_xml_rpc.css
style_favorite.css
style_reader.css
images/ #obrázky
src/
js/ #javascript soubory
add_article.js #odeslání článku na vytvořený server
add_article_xml_rpc.js #odeslání článku přes XML-RPC
add_to_favorite.js #přidání nového článku do oblíbených
database.js #práce s databází
favorite_urls.js #zobrazení oblíbených článků
reader.js #stáhnutí a parsování XML souboru
add_article.html #vzhled obrazovky pro poslání článku
add_article_xml_rpc.html
add_favorite.html #vzhled obrazovky pro přidání článku
favorite.html #vzhled pro zobrazení oblíbených článku
index.html #vzhled úvodní obrazovky
reader.html #vzhled pro zobrazení všech článku
show_article.html #vzhled jednoho článku
Výše popsaná adresářová struktura obsahuje pouze moje vytvořené zdrojové kódy. Nutno
podotknout, že JavaScript database.js obsahuje pouze adresářová struktura pro Android.
Důvod bude vysvětlen v sekci 5.3.4.
6Vývojář se spoléhá na knihovny jako jQuery Mobile (viz sekce 3.2.2) nebo Sencha Touch (viz sekce
3.2.4) k tvorbě uživatelského rozhraní nebo na svojí tvorbu pomocí CSS a HTML.
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Struktura dále obsahuje cordova.js a další skripty, které jsou nutné pro chod apli-
kace (například jquery mobile min.js). Díky JavaScriptu cordova.js je možné využívat
nativní funkce zařízení (práce s lokální databází).
5.3.3 Nativní vývoj - Android
Ze sekce 5.3.1 známe složení jednotlivých tříd, dále se podíváme na tvorbu uživatelského
rozhraní a práci s databází.
Uživatelské rozhraní
Aplikace je tvořena několika obrazovkami (hlavní obrazovka, přidání nového článku atd.).
Jednotlivé obrazovky jsou tvořeny pomoci aktivit, kde každá obrazovka je definována po-
mocí XML souboru, který se nachází v adresáři res\layout\soubor.xml. Všechny tex-
tové řetězce a barvy, které jsou součástí uživatelského rozhraní, jsou uloženy v souborech
res\values\strings.xml, res\values\colors.xml z důvodu lepší přehlednosti nebo při
změně nějaké hodnoty (změna se projeví v každém souboru).
Obrázek 5.2: Hlavní obrazovka. Obrázek 5.3: Zobrazení článku.
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Databáze
Pro uložení do lokální databáze aplikace využívá systém SQLite. Práci s databází obsta-
rává třída Database.java, která využívá třídy SQLiteOpenHelper. Tato třída zajišťuje
počáteční vytvoření databáze.
Třída Database.java obsahuje funkce pro vytváření a mazání záznamů. Dále obsahuje
funkce pro nalezení záznamů, které pracují s objektem třídy Cursor, díky kterému je možné
přistoupit k datům databáze.
Vytvořena adresářová struktura obsahuje ještě jeden podstatný soubor, který se na-
zývá AndroidManifest.xml. V tomto souboru nalezneme definování komponent aplikace,
vymezení oprávnění (přístup k internetu atd.), určení verze Android SDK, pro kterou byla
aplikace přeložena, a minimální podporována verze. Cílová verze vytvořené aplikace je An-
droid SDK 15 (4.0.3) a minimální podporována verze je Android SDK 11 (3.0).
5.3.4 Nativní vývoj - Windows Phone 7
Taktéž u WP7 ze sekce 5.3.1 známe složení jednotlivých tříd, dále se podíváme na tvorbu
uživatelského rozhraní a práci s databází.
Uživatelské rozhraní
Aplikace je tvořena několika obrazovkami (hlavní obrazovka, přidání nového článku atd.).
Kód pro jednotlivé obrazovky je rozdělen na grafické uživatelské rozhraní a na kód, který
určuje funkčnost aplikace. Pro popis UI se používá jazyk XAML7, který vychází z jazyka
XML.
Stejně jako u Androidu je tedy kód rozdělen, což zvyšuje přehlednost a také umožňuje
programátorům pracovat zvlášť na funkčnosti a na grafickém rozhraní.
Bohužel Silverlight pro WP7 neobsahuje všechny komponenty, které jsem potřeboval
ke své aplikaci, proto jsem musel najít nějakou jinou knihovnu, která mi tuto komponentu
zpřístupní. Přesně se jedná o zobrazení komponent pro výběr času (viz obrázek 5.5) a data
(viz obrázek 5.4).
Obrázek 5.4: Komponenta k výběru data. Obrázek 5.5: Komponenta k výběru času.
7Extensible Application Markup Language.
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Tyto komponenty zpřístupňuje knihovna Windows Phone Toolkit Controls a nazý-
vají se DatePicker a TimePicker.
Obrázek 5.6: Hlavní obrazovka. Obrázek 5.7: Obrazovka pro odeslání článku.
Databáze
Pro uložení dat je třeba využít tzv. isolated storage, což je virtuální souborový sys-
tém, který je zanořen v souborovém systému mobilního telefonu. Do tohoto prostoru se
dostaneme pouze z naší aplikace, žádná další aplikace by se neměla do tohoto prostoru
dostat.
Dále je nutné vytvořit data kontext, což je objekt reprezentující databázi. Tento objekt
obsahuje tabulky dané databáze. Následující obrázek popisuje vztah mezi data kontextem
a isolated storage.
Obrázek 5.8: Vztah data kontextu a isolated storage [24].
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O vytvoření data kontextu se stará třída Database scheme.cs. Tabulka oblíbené url,
kterou si uživatel přeje uložit, je popsána třídou Table favorite url.cs. Jednotlivé ope-
race nad databází vykonává třída Database.cs.
5.3.5 Hybridní vývoj - Android/Windows Phone 7
Adresářovou strukturu již známe ze sekce 5.3.2, dále se podíváme na tvorbu uživatelského
rozhraní a práci s databází.
Uživatelské rozhraní
Aplikace je tvořena několika obrazovkami (hlavní obrazovka, přidání nového článku atd.).
Kód pro jednotlivé obrazovky je rozdělen do několika části:
• example.html - Obsahuje logickou strukturu obrazovky.
• example.css - Slouží ke grafické úpravě jednotlivých komponent.
• example.js - Vykonává potřebnou funkčnost.
Celé UI je vytvořeno pomocí CSS a frameworku jQuery Mobile. Následující ukázka popisuje
logické rozdělení obrazovky právě pomocí tohoto frameworku.
<html>
<body>
<div data-role="page">
<div data-role="header" > #záhlaví
</div>
<div data-role="content" > #obsah
</div>
<div data-role="footer" > #zápatí
</div>
</div>
</body>
</html>
Pomocí jQuery Mobile je logické rozdělení velice jednoduché, dále můžeme vytvořit nové
prvky jako je například tlačítko pomocí data-role=button nebo nastavit různé vlastnosti
(fixní pozice, vlastní grafické rozložení, využít přechodů mezi jednotlivými obrazovkami).
Stejně jako u Windows Phone 7 byl problém s komponentou na výběr času a data. Pro-
blém byl vyřešen pomocí výborného frameworku mobiscroll [25], který nabízí komponenty
pro výběr času, data apod.
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Obrázek 5.9: Hlavní obrazovka. Obrázek 5.10: Zobrazení článků.
Databáze
Zde navážu na problém zmiňovaný v sekci 5.3.2. Jedná se o soubor database.js, který je
obsažen pouze v adresářové struktuře pro Android. Důvodem je, že PhoneGap nepodporuje
u Windows Phone 7 práci s databází. Problém byl vyřešen využitím localStorage, který
již PhoneGap u WP7 podporuje. Tento problém způsobil nutnost změnit zdrojový kód pro
jednotlivé platformy, a jelikož je vhodné se nad ním zamyslet, bude blíže rozebrán v sekci
5.5.
Soubor database.js obsahuje funkce pro vytváření, mazání a nalezení záznamů z da-
tabáze. Práce s databázi je založena na W3C Web SQL Database specifikaci [36].
U WP7 dochází k lokálnímu ukládání pomocí localStorage, kde jsou data uloženy ve
formě klíč-hodnota. Využívá se funkcí, jako jsou například localStorage.setItem("key",
"value"), k uložení hodnoty, nebo window.localStorage.getItem("key") k získání hod-
noty. Práce s localStorage je založena na W3C Web Storage specifikaci [37].
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5.4 Testování
U tvorby aplikace pro operační systém Android docházelo v průběhu celého procesu imple-
mentace k testování pomocí mobilního emulátoru, který je součásti Android SDK, a tabletu
Go Clever Tab A104.2. Dále byla výsledná aplikace testována uživateli na reálných zaříze-
ních tablet Google Nexus 7, tablet Go Clever T76GPS, Samsung i9250 Galaxy Nexus a LG
P990 Optimus 2X.
Také u Windows Phone 7 v průběhu celého procesu implementace byly prototypy apli-
kace testovány pomocí mobilního emulátoru, který je součásti Windows Phone SDK. Dále
byla výsledná aplikace testována na reálném zařízení Nokia Lumia 800 s operačním systé-
mem Windows Phone 7.8.
5.5 Porovnání technologií
V této sekci porovnám tvorbu výsledné aplikace pomocí dvou technologií a to nativní tvorby
a hybridní tvorby s využitím nástroje PhoneGap. Před průběhem celého procesu implemen-
tace jsem se zaměřil na několik části:
• Náročnost instalace a testování.
• Náročnost vývoje.
• Rychlost výsledné aplikace.
• Použitelnost výsledné aplikace pro různé operační systémy.
• Uživatelské rozhraní.
5.5.1 Nativní vývoj
Náročnost instalace a testování
Instalace nutného softwaru pro nativní vývoj je poměrně zdlouhavá, je nutné nainstalovat
správný SDK balík, který může, ale nemusí, obsahovat IDE prostředí a další komponenty
nutné pro tvorbu nativní aplikace. Programátor u některých platforem například u An-
droidu nemusí použít doporučené IDE naopak u vývoje pro operační systémy, jako jsou
například Windows Phone nebo iOS, nemá na výběr. Určitě má skoro každý programátor
svoje oblíbené IDE, přesto doporučuji si dané prostředí vyzkoušet a naučit se sním pracovat.
Podle mého názoru si vývojář velice ulehčí práci.
Velké mínus pro tento vývoj je, že některé platformy například Windows Phone 7,
iOS nedovolují vyvíjet aplikaci mimo operační systém (Mac OS X, Windows 7), který je
vydavatelem dané platformy.
Pro testování je možné využít emulátoru/simulátoru, který je většinou součástí SDK.
Samozřejmě je výhodnější testovat na vlastním zařízení, jednak kvůli testovací rychlosti,
ale také kvůli kompatibilitě. Kompatibilitou je myšleno, že i když aplikace fungovala na
Android emulátoru, tak na reálném zařízení aplikace nefungovala. Android emulátor má
další obrovskou nevýhodu a to je rychlost. Emulátor sice nabízí plnohodnotné zařízení,
ale rychlost, se kterou zařízení pracuje, je výrazně pomalejší (až o 1/3). Zato Windows
Phone emulátor neposkytuje tak dokonalé zařízení, ale rychlost je naprosto vyhovující.
Podle mého názoru je rychlost mnohem důležitějším parametrem u testování, protože na
Android emulátoru testování zabralo spoustu drahocenného času.
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Náročnost vývoje
Podle mého názoru se náročnost vývoje odvíjí od platformy, pro kterou vývojář vyvíjí,
protože každá platforma podporuje jiný jazyk. Pokud vývojář vyvíjí pro více operačních
systémů pomocí nativního vývoje, musí znát více programovacích jazyků, čímž se zvyšuje
náročnost tohoto vývoje.
Pro vývoj mojí aplikace byla nutná znalost dvou programovacích jazyků (Java, C#).
Programování pro Android bylo o něco jednoduší, jednak z důvodu základní znalosti ja-
zyka Java a hlavně z důvodu množství informací a vyřešených problému, které je možné
vyhledat od ostatních programátorů, kteří se zabývají tímto operačním systémem. Složitost
naprogramování samotného jádra aplikace se odvíjí od vytvořené aplikace.
Hlavní výhodou je možnost přistupovat ke všem nativním prvkům a vytvářet nativní
UI.
Rychlost výsledné aplikace
V aplikaci nebyly prováděny žádné extra náročné operace, které by zvyšovaly nároky na
hardware, proto rychlost aplikace pomocí nativního vývoje není nijak viditelně omezená,
což se nedá říct o hybridním vývoji s využitím nástroje PhoneGap.
Pokud aplikace pracuje s náročnějšími operacemi, určitě je dobré nějakým způsobem
provést optimalizace, z důvodu plynulejší aplikace. Optimalizace samozřejmě souvisí s da-
nou aplikací.
Použitelnost výsledné aplikace pro různé operační systémy
Výsledná aplikace pro Android a Windows Phone 7 je funkční pouze na daných operačních
systémech. Tudíž multiplatformnost u tohoto vývoje je skoro nulová.
Je skoro nulová, protože bych si dokázal představit přenositelnost části zdrojového kódu
mezi Badou, BlackBerry (NDK) a Androidem (NDK). Aplikace by totiž mohla být napro-
gramována pomocí jazyka C++.
Jedinou možností je přepsat celý zdrojový kód například z Javy do jiného jazyka, který
je podporován danou platformou, ale to už se ale nejedná o multiplatformní aplikaci.
Uživatelské rozhraní
Díky tomu, že se jedná o nativní vývoj, je možné vytvořit jakékoliv UI, které musí být
podporované danou platformou.
U Androidu se UI vytváří pomocí XML. U tvorby pro WP7 se pracuje s UI pomocí ja-
zyku XAML. Je možné využít grafického designéru, který nabízí IDE pro Android a WP7.
Tyto designéry nedoporučuji používat, pokud nemáme aspoň základní znalost jazyka da-
ného UI pro vytvářený operační systém. Je mnohem lepší si sám kód napsat a pochopit
principy daných komponent (layout, button, grid atd.) nežli se snažit bezhlavě vytvořit UI
pomocí drag&drop techniky.
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5.5.2 Hybridní vývoj - nástroj PhoneGap
Náročnost instalace a testování
Instalaci nástroje PhoneGap bych rozdělil na dvě možnosti.
První možnost je velice jednoduchá hlavně pro vývojáře, který má zkušenosti s webovým
vývojem. Prakticky mu postačí libovolný webový editor, ve kterém je schopný implemen-
tovat aplikaci pomocí jazyků CSS, HTML a JavaScript. K testování může využít libovolný
webový prohlížeč a JavaScript konzoli. Poté vytvořené zdrojové kódy pomocí PhoneGap
build služby přeložit a získat instalační baličky pro mobilní operační systémy (apk pro
Android, xap pro WP atd.). Adresář se zdrojovými kódy musí mít povinnou strukturu
(obsahovat index.html, config.xml atd.), která je definována v dokumentaci (viz stránky
PhoneGap buildu [32]).
Druhá možnost, kterou jsem se při vývoji ubíral, je instalovat stejný software (SDK,
IDE atd.) jako při nativním vývoji. Poté je nutné stáhnout PhoneGap balíček a vytvořit
adresářovou strukturu podle dokumentace PhoneGapu [31]. Ačkoliv tato možnost zabere
více času k instalaci, vývojář získá větší kontrolu nad tvorbou mobilní aplikace, a to v po-
době možnosti testování na emulátoru/simulátoru nebo reálném zařízení. Jedná se tedy
o vývoj ve stejném prostředí s využitím stejného emulátoru, jako při nativním vývoji, ale
s využitím jazyků HTML, CSS a JavaScript.
Náročnost vývoje
Pokud má vývojář zkušenost s webovým vývojem, neměl by mít problém hned vytvářet
jednoduché aplikace. Celá aplikace se totiž vytváří pomocí jazyků HTML, CSS a JavaScript.
Největší problémem je tvorba UI, protože PhoneGap neposkytuje přístup k nativním
prvkům grafického rozhraní. Celé UI je nutné vytvářet pomocí HTML, CSS a JavaScriptu.
Díky frameworkům jQuery Mobile nebo Sencha Touch lze tento problém minimalizovat.
Hlavní výhodou tohoto vývoje je, že se vývojář nemusí učit pro každou platformu jiný
programovací jazyk, jako to je u nativní tvorby. Postačí mu znalost HTML, CSS a Ja-
vaScriptu pro každou platformu, kterou PhoneGap podporuje.
Rychlost výsledné aplikace
I když v aplikaci nebyly prováděny žádné extra náročné operace, které by zvyšovaly nároky
na hardware, byla výsledná aplikace oproti nativnímu vývoji mnohem pomalejší, proto
nedoporučuji hybridní vývoj při tvorbě složitější aplikace, protože rychlost aplikace by
mohla být pro zákazníky neúnosná.
Použitelnost výsledné aplikace pro různé operační systémy
Sám jsem se přesvědčil, že vytvoření jednoho zdrojového kódu pomocí nástroje PhoneGap
pro více mobilních operačních systémů je celkem obtížné, ale není to nemožné. Nejpodstat-
nější části je kontrola podpory PhoneGapu k nativním prvkům daného operačního systému.
Pokud chce vývojář vytvořit jeden zdrojový kód, musí si dobře pročíst dokumentaci [30],
která mu řekne, které nativní prvky operační systém podporuje. Narážím na problém, který
se mi vyskytl při přenosu zdrojového kódu z platformy Android na WP7, kde PhoneGap
nepodporoval u WP7 práci s databází, proto bylo nutné upravit zdrojový kód pro WP7.
Takže pokud vývojář potřebuje pracovat s nativní funkcí zařízení, měl by si vytýčit
platformy, pro které bude vyvíjet a navrhnout nejlepší možné řešení, které PhoneGap nabízí.
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Pokud nepracuje s nativní funkcí zařízení, neměl by být problém vytvořit zdrojový kód
přenositelný na ostatní platformy.
Vytvoření instalačních balíčku pro jednotlivé platformy ze zdrojového kódu také nepatří
mezi rychlé záležitosti. Instalační balíčky pro mobilní operační systémy je možné získat
z nástrojů pro tvorbu nativní aplikace, takže je nutné tyto nástroje nainstalovat, pokud
jsme v nich nevyvíjeli aplikaci. Naštěstí byla vytvořena služba PhoneGap build, kterou jsem
již zmiňoval, díky které je možné si nechat přeložit zdrojový kód a následně vygenerovat
instalační balíček pro daný operační systém.
U WP7 nastal ještě jeden problém s navigací mezi jednotlivými obrazovkami, ale tento
problém byl způsobeny frameworkem jQuery mobile, bylo nutné vytvořit vlastní navigaci
pomocí back-button8.
Uživatelské rozhraní
Celé UI se vytváří pomocí HTML, CSS a JavaScriptu, což může způsobit špatnou vizuální
stránku. Tento problém jde minimalizovat využitím knihoven jQuery Mobile nebo Sencha
Touch. Tyto frameworky podporují širokou škálu mobilních operačních systémů, takže se
minimalizuje problém s kompatibilitou mezi jednotlivými systémy.
8Back-button slouží k návratu k předchozí obrazovce.
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Kapitola 6
Závěr
Cílem bakalářské práce bylo vytvořit ucelený přehled dosavadních nástrojů a technologií
pro tvorbu mobilních aplikací, dále vytvořit aplikaci, která bude vyvíjena pomocí dvou
technologií pro dva různé operační systémy, poté tento vývoj porovnat a zhodnotit.
Kapitoly 3, 4 tvoří ucelený přehled dosavadních nástrojů a technologií, které slouží
k tvorbě mobilních aplikací. Pro úspěšné vytvoření těchto kapitol bylo nutné shromáždit
a nastudovat co nejvíce materiálů o zkoumaných technologiích a nástrojích, což se ukázalo
být poměrně těžkým úkolem. Hlavně v případě studií multiplatformních nástrojů, protože
tištěných publikací existuje velmi málo, jedná se především o nové technologie a nástroje,
které se velmi rychle rozvijí.
V rámci práce vznikla aplikace, která byla implementována pro operační systém Android
a Windows Phone 7, s využitím nativního a hybridního vývoje pomocí nástroje PhoneGap.
Jedná se o univerzální RSS čtečku, která pracuje se specifikaci RSS 2.0, a poskytuje odesílání
článku pomocí XML-RPC protokolu.
V sekci 5.5 byl porovnán nativní a hybridní vývoj, který byl využit při tvorbě aplikace.
Ukázalo se, že každý vývoj má svoje klady i zápory a kvůli tomu nejde jednoznačně určit,
který vývoj je lepší. Vývojář si musí vybrat, který vývoj mu bude více vyhovovat pro jeho
potřeby. Pro tvorbu komplexnější mobilní aplikace, která má plně využit potenciál mobil-
ního zařízení, je vhodné využit nativní vývoj, jednak kvůli rychlosti a UI výsledné aplikace.
Zato hybridní vývoj vyniká tvorbou aplikace pomocí jazyků HTML, CSS a JavaScript
s možností vyvíjet pro několik mobilních platforem najednou.
Možností pro vylepšení výsledné aplikace je velké množství. Je to především dáno tím,
že aplikace byla primárně určena pro porovnání vývoje a platforem. Jako jednu z variant pro
vylepšení, bych si dokázal představit větší propracovanost s redakčním systémem WordPress
nebo s jiným redakčním systémem.
Jelikož se multiplatformní nástroje velice rychle rozvijí, jako další možné pokračování
této práce bych si představoval porovnání některých z těchto nástrojů.
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Příloha A
Obsah CD
• elektronická verze písemné zprávy a návodu k instalaci ve formátu pdf.
• zdrojový tvar písemné zprávy.
• zdrojové kódy webového serveru.
• zdrojové kódy hybridní aplikace pro Windows Phone, Android.
• zdrojové kódy nativní aplikace pro Windows Phone, Android.
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Příloha B
XML-RPC
Ukázka XML-RPC požadavku bez hlavičky s využitím MetaWeblog API [41].
Příklad požadavku
<?xml version="1.0" encoding="iso-8859-1"?>
<methodCall>
<methodName>metaWeblog.newPost</methodName>
<params>
<param>
<value>
<int>1</int>
</value>
</param>
<param>
<value>
<string>Uživatelské jméno</string>
</value>
</param>
<param>
<value>
<string>Heslo</string>
</value>
</param>
<param>
<value>
<struct>
<member>
<name>title</name>
<value>
<string>Název článku</string>
</value>
</member>
<member>
<name>description</name>
<value>
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<string>Popis článku</string>
</value>
</member>
<member>
<name>categories</name>
<value>
<array>
<data>
<value>
<string>Nějaká kategorie do které článek patří.</string>
</value>
<value>
<string>Další kategorie do které článek patří.</string>
</value>
</data>
</array>
</value>
</member>
<member>
<name>dateCreated</name>
<value>
<dateTime.iso8601>20120221T01:47:03+0200</dateTime.iso8601>
</value>
</member>
</struct>
</value>
</param>
<param>
<value>
<boolean>1</boolean>
</value>
</param>
</params>
</methodCall>
Neúspěšná odpověď, špatně zadané uživatelské jméno/heslo
HTTP/1.1 200 OK
Date: Sun, 14 Apr 2013 02:13:48 GMT
Server: Apache
Vary: Accept-Encoding,User-Agent
Content-Length: 1524
Connection: close
Content-Type: text/html
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<?xml version="1.0" encoding="UTF-8"?>
<methodResponse>
<fault>
<value>
<struct>
<member>
<name>faultCode</name>
<value><int>403</int></value>
</member>
<member>
<name>faultString</name>
<value><string>Incorrect username or password.</string></value>
</member>
</struct>
</value>
</fault>
</methodResponse>
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Příloha C
Webový proxy server
Ukázka zdrojového kódu proxy serveru implementovaného v PHP.
<?php
//strict parameters
if(isset($_POST[’title’]) && isset($_POST[’description’])
&& isset($_POST[’url’]) && isset($_POST[’username’])
&& isset($_POST[’password’]) && isset($_POST[’pubDate’])){
$title = addslashes($_POST[’title’]);
$description = addslashes($_POST[’description’]);
$username = addslashes($_POST[’username’]);
$password = addslashes($_POST[’password’]);
$url = addslashes($_POST[’url’]);
$pub_date = addslashes($_POST[’pubDate’]);
$categories = array("");
if(isset($_POST[’categories’])){
$categories = explode ( "," , addslashes($_POST[’categories’]) );
}
sent_xml_rpc($title,$description,$pub_date,$username,$password, $url,$categories);
}
function get_response($URL, $context) {
//init curl
$curl_handler = curl_init();
//set url, create HTTP request
curl_setopt($curl_handler, CURLOPT_URL, $URL);
curl_setopt($curl_handler, CURLOPT_HEADER, false);
curl_setopt($curl_handler, CURLOPT_HTTPHEADER, array("Content-Type: text/xml"));
curl_setopt($curl_handler, CURLOPT_POSTFIELDS, $context);
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//execute the CURL
$response = curl_exec($curl_handler);
return $response;
}
function sent_xml_rpc($title, $description,$pub_date,
$username, $password,$url,$categories){
//CEST / summer
//this is the proper format for datetime
//$publish_date = ’20121220T01:47:03+0200’;
//xmlrpc_set_type <dateTime.iso8601> instead of <string>
xmlrpc_set_type($pub_date, ’datetime’);
$content = array(
’title’=>$title,
’description’ => $description,
’categories’ => $categories,
’dateCreated’ => $pub_date
);
// post published
$publish = true;
$request = xmlrpc_encode_request("metaWeblog.newPost",
array(1,$username, $password, $content, $publish));
echo($request);
//request
$xml_response = get_response($url, $request);
$response = xmlrpc_decode($xml_response);
//print
print_r($response);
echo "\n";
}
?>
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