Abstract. Web service composition has been the subject of a number of standardisation initiatives. These initiatives have met various difficulties and had mixed degrees of success, and none of them has yet attained both de facto and de jure status. This paper reviews two of these initiatives with respect to a framework wherein service composition is approached from multiple interrelated perspectives. One conclusion is that standardisation initiatives in this area have not been built on top of an explicitly defined overarching conceptual foundation. The paper outlines a research agenda aimed at identifying requirements and concepts that should be addressed by and incorporated into these standards.
Introduction
There is an increasing acceptance of Service-Oriented Architectures (SOA) as a paradigm for integrating software applications within and across organisational boundaries. In this paradigm, independently developed and operated applications are exposed as (Web) services which are then interconnected using a stack of standards including SOAP, WSDL, UDDI, WS-Security, etc.
Standardisation is a key aspect of the uptake of the Web services paradigm. Web services standardisation initiatives such as SOAP and WSDL, as well as the family of WS-* specifications (e.g. WS-Policy, WS-Security, WS-Coordination) aim at ensuring interoperability between services developed using competing platforms. Standards in this area can be divided into various groups including:
-Transport: based mainly on HTTP(S) and SMTP.
-Formatting: based mainly on XML and XML Schema.
-Messaging: based on SOAP and various WS-* specifications (e.g. WS-Addressing, WS-Security and WS-Reliable-Messaging). -Coordination and context: including yet-to-be standardised specifications such as WS-Coordination, WS-Atomic-Transaction, etc. -Structure and policy description: based on WSDL and WS-Policy (which acts as a placeholder for elements defined in other WS-* specifications). -Process-based service composition.
The standards in the latter category deal with the interplay between services and business processes. A number of discontinued standardisation proposals in this category have been put forward (e.g. WSFL, XLang, BPML, WSCL, and WSCI), leading to two ongoing standardisation initiatives: the Business Process Execution Language for Web Services (BPEL4WS or BPEL for short) [2] and the Web Services Choreography Description Language (WS-CDL) [9] . The attention raised by this category of standards hints at the fundamental links that exist between business process management and SOA. On the other hand, it is striking that despite all the efforts put into them, none of these initiatives has attained both de jure and de facto adoption. For example, in BPEL, for which several more or less complete implementations exist, it is challenging to build non-trivial compositions that can be interchanged between different implementations.
Service composition covers three distinct but overlapping viewpoints:
-Behavioural interface (also called abstract process in BPEL and collaboration protocol profile in ebXML): This viewpoint captures the behavioural dependencies between the interactions in which a given individual service can engage or is expected to engage. We distinguish two types of behavioural interfaces: provided (i.e. "as-is") behavioural interfaces capturing "what a service actually provides" and expected (i.e. "to-be") behavioural interface capturing what a service is expected to provide in a given setting. -Choreography (also called global model in WSCI and multiparty collaboration in ebXML 1 ): This viewpoint captures collaborative processes involving multiple services and especially their interactions seen from a global perspective.
-Orchestration (also called executable process in BPEL): This viewpoint deals with the description of the interactions in which a given service can engage with other services as well as the internal steps between these interactions.
The next section provides more precise definitions and examples for these viewpoints. Section 3 discusses some of the issues that remain unresolved in relation to the standards for choreography and orchestration. Finally, we outline some directions for further research and development in Section 4.
Viewpoints in Service Composition
In this section, we present several viewpoints from which behavioural models for service composition can be captured and the relations between these viewpoints.
Choreography
A choreography model describes a collaboration between a collection of services to achieve a common goal. It captures the interactions in which the participating services engage to achieve this goal and the dependencies between these interactions, including: causal and/or control-flow dependencies (i.e.. that a given interaction must occur before another one, or that an interaction causes another one), exclusion dependencies (that a given interaction excludes or replaces another one), data-flow dependencies, interaction correlation, time constraints, transactional dependencies, etc.
A choreography does not describe any internal action of a participating service that does not directly result in an externally visible effect, such as an internal computation or data transformation. A choreography captures interactions from a global perspective meaning that all participating services are treated equally. In other words, a choreography encompasses all interactions between the participating services that are relevant with respect to the choreography's goal.
A choreography of a well-understood service interaction scenario is shown in the form of an UML activity diagram 2 in Figure 1 . Three services are involved in this choreography: one representing a "customer", another one a "supplier" and a third one a "warehouse". The elementary actions in the diagram represent business activities that result in messages being sent or received. For example, the action "order goods" undertaken by the customer results in a message being sent to the supplier (this is described as a textual note below the name of the action). Of course, every message sending action has a corresponding message receipt action but to avoid cluttering the diagram, only the sending or the receipt action (not both) are shown for each message exchange. For example, the action "send RFQ to Supplier" in activity "Request Quote" implies that there is a corresponding action "receive RFQ from Customer" on the Supplier's side, but this latter action is not shown in the diagram.
Note that Figure 1 does not include the activities and alternative paths required to deal with errors and exceptions that one could realistically expect in the scenario in question. Including this information would add considerably to the complexity of the model.
Behavioural Interface
A Behavioural interface captures the behavioural aspects of the interactions in which one particular service can engage to achieve a goal. It complements structural interface descriptions such as those supported by WSDL, which capture the elementary interactions in which a service can engage, and the types of messages and the policies under which these messages are exchanged.
A behavioural interface captures dependencies between elementary interactions such as control-flow dependencies (e.g. that a given interaction must precede another one), data-flow dependencies, time constraints, message correlations, and transactional dependencies, etc. It focuses on the perspective of one single party. As a result, a behavioural interface does not capture "complete interactions" since interactions necessarily involve two parties. Instead, a behavioural interface captures interactions from the perspective of one of the participants and can therefore be seen as consisting of communication actions performed by that participant. Also, behavioural interfaces do not describe internal tasks such as internal data transformations. Note that a role defined in a choreography may be associated with multiple behaviours and multiple WSDL interfaces. Moreover, for a given role in a choreography, an arbitrary number of behavioural interfaces may be defined that would provide the same functionality but not necessarily using the same interactions or the same order of interactions. For example, in Figure 2 the shipping order is sent to the warehouse in a parallel thread to the one where the payment details are received from the customer. An alternative would be that payment is received from the customer before the shipping order is sent out.
Depending on whether an interface captures an "as is" or a "to be" situation, a distinction can be made between provided and expected (or required ) interfaces. A provided (behavioural) interface is an abstraction of the way a given service interacts with the external world. On the other hand, an expected (behavioural) interface captures an expectation of how a service should behave in order to play a given role in a choreography. Thus, an expected interface corresponds to a contract that a given party needs to fulfill to successfully collaborate with other parties. Ideally, the provided and expected interfaces of a service coincide. In practice however, it may happen that the interface provided by a service is different from the interface that it is expected to provide in a given scenario. In this case, the provider of the service is responsible for mediating between the interface that it is expected to provide, and the one that it actually implements. This mediation (or adaptation) process has been the subject of several research efforts [17, 4] .
Another way to understand the distinction between provided and expected interfaces is to think of the provided interface as being linked to a service and possibly derived from the service's orchestration (e.g. the orchestration shown in Section 2.3), while an expected interface is linked to a role of a choreography and possibly derived from this choreography (e.g. the interface in Figure 2 which can be seen as derived from the choreography in Figure 1 ).
The distinction between provided and expected interfaces is not present in existing Web services standards. In fact, some may argue that this distinction falls outside the scope of these standards. Indeed, the same language (e.g. the abstract process part of BPEL) can be used for describing both provided and expected interfaces. Nonetheless, from a methodological point of view it is important to keep this distinction in mind.
Orchestration
An orchestration model describes both the communication actions and the internal actions in which a service engages. Internal actions include data transformations and invocations to internal software modules. An orchestration may also contain communication actions or dependencies between communication actions that do not appear in any of the service's behavioural interface(s). This is because behavioural interfaces may be made available to external parties and thus, they only need to show information that actually needs to be visible to these parties. Orchestrations are also called "executable processes" since they are intended to be executed by an orchestration engine. Figure 5 shows an orchestration of a supplier service. This orchestration includes an internal action for validating the payment, shown in dotted lines in the diagram. This may correspond for example to an interaction with a service that is not exposed to the outside world. Other internal actions may be included in this orchestration. The orchestration of Figure 5 also supports the possibility of an order cancellation request being received from the customer anytime before the payment, leading to termination of the process. 
Relations between viewpoints
The viewpoints presented above overlap. This overlap can be exploited within service composition methodologies to perform consistency checks between viewpoints or to generate code. For example, an expected behavioural interface can be used as a starting point to generate an "orchestration" skeleton that can then be filled up with details regarding internal tasks and refined into a full orchestration. This has the advantage that once the orchestration is fully refined, the provided behavioural interface of the service will coincide with the expected behavioural interface. On the other hand, an existing orchestration can be used to generate the provided behavioural interface of a service by appropriately hiding actions not to be exposed. The resulting provided behavioural interface can then be checked for consistency against an expected behavioural interface. In this way, it is possible, for example, to detect situations where a given service does not send messages in the order in which these are expected by other services with which it is required to collaborate. These mismatches can then be resolved either by altering the orchestration or by building a wrapper that mediates between the provided and the expected behavioural interfaces.
Similarly, a choreography model can be used for the following purposes:
-To generate the expected behavioural interface for each service intending to participate in the collaboration. This expected behavioural interface can then be used during the development of the services in question as outlined above. For example, given the choreography of Figure 1 , it would be possible to derive the behavioural interface expected from the supplier service (and same for the customer or the warehouse). -To check (at design time) whether the behavioural interface of an existing service conforms to a choreography and thus, whether the service in question would be able to play a given role in that choreography. -To generate the skeleton of an orchestration model for each participant, with the internal actions to be added as necessary by the relevant role.
Formal definitions of the above service modelling viewpoints and their relations can be found in [6] . Informal definitions are given in [15] and [1] . 3 
Status and issues with current standards
At present, the set of web services standards that are able to support the representation of design-time information include WS-CDL which is intended to cover the choreography viewpoint, BPEL which is intended to cover both the orchestration and the behavioural interface viewpoints, and WSDL (used in conjunction with XML Schema) which is targeted at describing the structural aspects of interfaces. Another specification, namely WS-Policy, serves as a placeholder for capturing interface-level information not covered by WSDL and BPEL, like for example reliability, security, and transactional capabilities of a service. However, in order to enable the vision of a standardised approach to serviceoriented design, it is necessary to address a number of issues, most of which are related to the inter-connection between the choreography and the interface viewpoint. Below, we summarise some of these issues.
Formal grounding. One of the core requirements for WS-CDL as defined in its charter 4 is to provide a means for tools to validate conformance to choreography descriptions in order to ensure interoperability between collaborating web services. Such static conformance checking would be facilitated if WS-CDL was based on, or related to, a formal language for which validation techniques are already in place. Unfortunately, although WS-CDL appears to borrow terminology from pi-Calculus [11] there is no comprehensive mapping from WS-CDL to pi-calculus or any other formalism. Even if a formalisation of WS-CDL was undertaken in the future, it would be an a posteriori exercise rather than an a priori effort to ensure the coherence and consistency of the language. This has been recognized in ongoing initiatives such as WSMO [16] which adopts a more formal approach to choreography modelling using Abstract State Machines.
In the case of BPEL, providing the means for enabling conformance validation or other semantic verification, is not within the standardisation initiative's scope. Nonetheless, a number of efforts outside the standardisation initiative itself have aimed at providing formal semantics to various subsets of BPEL in terms of finite state machines [8] , process algebras [10] , abstract state machines [7] , and Petri nets [12, 13] . Some of these formalisations can be used to statically check semantic properties of orchestrations or to check that a given behavioural interface (defined as a BPEL abstract process) conforms to a BPEL orchestration. WofBPEL [13] for example uses Petri net analysis techniques to statically detect dead actions (i.e. actions that will never be executed) or actions that may compete for the same message, in a given BPEL orchestration.
Lack of explicit meta-model. Both BPEL and WS-CDL fail to define an abstract syntax separately from their concrete (XML) syntax. An abstract syntax in this setting can take the form of a service behaviour meta-model, that is, a model whose instances correspond to service behaviour models formulated from either the choreography, interface or orchestration viewpoint. We advocate that a service behaviour meta-model should be developed independently of a particular interchange format. An explicitly defined meta-model sets the stage not only for the definition of an interchange format but also for the definition of corresponding modelling notation(s) as well as model transformations. This is especially important in the case of choreography modelling, since choreographies are more a design than an implementation artefact and thus a visual modelling notation for service choreographies is likely to be more useful than an XML syntax (although the latter may be useful for interchange purposes).
Multi-party interactions. Close inspection of WS-CDL's and BPEL's expressive power suggests that they were developed with basic assumptions of process orchestration expressiveness, and therefore a basic level of messaging supported by this functionality. Interactions occur between pairs of roles or across partner links that, at a given point in time, link one party to another. In other words only binary interactions are supported. Missing is the explicit support for multi-party interactions and more complicated messaging constraints which these bring.
Some key requirements to consider are those which emerge in multi-party scenarios. One is multiple instances of interactions which can arise for the same interaction types at the same time. For example, the processing of a purchase order can involve several competing suppliers (known only at runtime due to the specific content of the purchase). Responses might be time-critical and all suppliers might be required to receive the request and respond within a specified duration. The preparation of requests, the sending of requests and the receipt of responses might need to be done in parallel. There might be a constraint over the number of suppliers that are required to successfully receive the request in order for the overall issue of the request to go-ahead. Moreover, when the number of suppliers is large, assumptions about the number of responses need to be relaxed. A minimum number might be required, before further steps in the process are taken, while any remaining responses might be ignored.
Such a scenario is not unusual in real-scale B2B applications involving large numbers of parties, which require sophisticated orchestration support. In particular, this type of scenarios require support for multi-party and multi-instance interactions, competing interactions, atomicity constraints on interactions, and partial synchronisation of responses. In fact, one such scenario was discussed in the collection of use cases during the Web Services Choreography group's requirements gathering 5 . As it stands it is unclear how WS-CDL can conveniently support these sorts of multi-party interactions without serialising the interaction and/or using low-level book-keeping mechanisms based on arrays and counters. Workflow languages, capable of supporting multi-party instances, would be constricted by the single instance, binary interactions supported in WS-CDL.
Relationships between standards. Positioned over the web services composition layer of the Web Services stack, WS-CDL and BPEL are required to interoperate with a number of web service standards, notably WSDL and WSDL-MEPs for static service binding, and WS-Reliable-Messaging for lower level quality of messaging. Yet the mapping remains open, and conceptual sufficiency in aligning WS-CDL, in particular, with these standards is arguably limited. Consequently, the mapping of WS-CDL and BPEL to the eight WSDL 2.0 Message Exchange Patterns (MEPs) is yet to be precisely determined.
In terms of messaging quality of service, WS-CDL relies on WS-ReliableMessaging principally among other standards from the Web Services stack (e.g. others might be WS-Addressing). The extent of quality of service messaging on which WS-CDL depends is not fully established, and the mapping for reliable messaging at the very least remains open. In general, no a priori configurability of WS-CDL specifications for different quality of messaging service is in place. This in our view limits the layering and exploitation of choreography for lower level services from current and oncoming messaging standards.
Also, it remains open how WS-CDL's "Workunit" construct can be mapped in WS-BPEL. Here we refer to the "blocked wait" feature of this construct, that occurs when the "block" condition associated to a WorkUnit evaluates to true. In this case, an activity is allowed to proceed once an interaction or variable assignment action, which may occur in a completely different part of the choreography, supplies the required data. It is not clear how this would be mapped in terms of WS-BPEL's Pick and Switch constructs or what the complexity of the mapping would be.
More generally, the relationships between choreography and behavioural interface (i.e. "abstract process" in WS-BPEL) may be non-trivial, and there are currently no precise notions of conformance between WS-CDL choreographies and WS-BPEL abstract processes. Understanding these relations is crucial if these two specifications are to be used together in practice. It is worth noting that the definition of such relationships, as well as the mapping from WS-CDL to BPEL would be much simpler if WS-CDL had a similar set of control-flow constructs as BPEL (i.e. Sequence, Flow/Parallel, While, Switch, Pick, and possibly also control-links). Ultimately, the fundamental difference between the concept of choreography on the one hand, and the concept of behavioural interface (i.e. BPEL executable process) on the other, is that a choreography focuses on interactions seen from a global viewpoint, while behavioural interfaces focus on communication actions seen from the viewpoint of one of the participants. This has nothing to do with control flow, and arguably WS-CDL and BPEL could very well share the same set of control-flow constructs.
Service semantics. The existing association between WS-CDL, BPEL and WSDL is arguably too restrictive. A choreography or orchestration "wired" to specific WSDL interfaces (either indirectly through references to operations or more directly through an association between roles and their behaviours specified by reference to WSDL interfaces) cannot utilise functionally equivalent services with different WSDL interfaces. In other words, the choreography or orchestration is statically bound to specific operation names and types, which may hinder the reusability of choreography or orchestration descriptions.
Cast more generally, choreography or orchestration descriptions which abstractly describe behaviour at a higher level, in terms of capability, would allow runtime selection of participants able to fulfil that capability, rather than restricting participation in the choreography or orchestration to participants based on their implementation of a specific WSDL interface or WSDL operations.
Semantic descriptions of web service functionality would assist in overcoming the problem of lock-in in to specific WSDL interfaces. Although work on semantic web services such as OWL-S 6 has introduced the notion of semantic service descriptions, the OWL-S ontology in particular does not allow the explicit description of service capability. OWL-S semantic service descriptions are limited to describing the inputs and outputs or results of a service rather than what functionality the service actually performs. This has been acknowledged in the research community, and efforts are underway that focus on describing service capabilities rather than operations [14] .
Design vs. execution. Finally, it is worth noting that both BPEL and WS-CDL are XML-based. The development of a graphical language is not within the charters of these standardisation initiatives. In the case of WS-CDL, which is aimed at specifying design artifacts (as opposed to executable code) placing emphasis on an XML representation seems a distraction from its intention. Indeed, any exploitation of a choreography language is likely to be based on graphical languages in order to achieve user convenience in capturing specifications.
Conclusion and future research directions
The issues discussed above suggest that the WS-CDL standardisation effort came too early in the evolution of SOAs. Indeed, WS-CDL has attempted at the same time to be ground-breaking and to create a consensus. In this respect, it is insightful to compare the development of WS-CDL with that of BPEL. BPEL stemmed from two sources, WSFL and XLang, that derived themselves from languages supported by existing tools (namely MQSeries Workflow and BizTalk). Furthermore, at the same time and soon after the first versions of the BPEL specification, and before the BPEL specification went into a formal standardisation process, prototype and commercial implementations started to appear. In contrast, WS-CDL was developed without any prior implementation and does not derive from any language supported by an implementation. Recently, a first partial WS-CDL implementation has been announced, 7 but it may take time before this implementation attains maturity and other implementations start to appear. Thus, these efforts may come too late to provide much necessary feedback on the WS-CDL specification.
Whether or not WS-CDL becomes a de jure standard and is adopted by a wide user base, its development would have been instrumental in promoting the notion of service choreography as a basis for service-oriented development. Still, many issues remain to be resolved before the emergence and adoption of SOA infrastructures that integrate the notion of service choreography. To advance this vision, we propose a research agenda structured around three major tasks:
-Identify and document a library of service interaction patterns. Generally speaking, patterns document known solutions to recurrent problems that occur in a given software development context. A pattern captures the essence of a problem, provides examples, and proposes solutions. The value of patterns lies in their independence from specific languages or techniques and the fact that they capture common situations, abstracting away from specific scenarios or cases. In particular, a library of patterns of service interactions would provide a foundation to analyse and improve existing languages and techniques for choreography and behavioural interface modelling, and/or to design new ones. A first attempt at collecting such library of patterns and using them to analyse the scope and limitations of BPEL is reported in [3] .
-Define a service interaction meta-model. The insights gained from the service interaction patterns and from the analysis of existing approaches to service choreography and service behaviour definition in terms of these patterns, could serve as the basis for identifying a set of fundamental concepts directly relevant to the service behaviour modelling viewpoints defined in this paper. This would provide a kernel service interaction meta-model that could then be enriched with concepts found in existing service choreography and behaviour definition languages such as WS-CDL, ebXML BPSS [5] , and BPEL (especially its "abstract process" component). Importantly, the meta-model should be formalised, for example by defining a type system or a mapping into a well-established formalism. -Define concrete syntaxes for service interactions definition. Once a service interactions meta-model has been defined, a design-level (possibly visual) notation and an interchange format can be specified. Effectively, the metamodel would serve as an abstract syntax for service interactions definition while the design-level notation and the interchange format would be seen as concrete syntaxes. The design-level notation could be based upon existing languages rather than developed from scratch. Visual process modelling notations such as BPMN or UML activity and sequence diagrams could be used as the basis for defining a high-level notation for service interactions modelling. The interchange format on the other hand could be defined in terms of XML schema. Importantly, the elements in these concrete syntaxes would map directly to the concepts of the service interaction meta-model.
The patterns, meta-model, design-level notation and interchange format, would together provide the basis for a model-driven service development infrastructure. In particular, model transformations could be defined from the service interaction meta-model into the meta-models of implementation languages, and these transformations could serve as the basis for code generation. Also, modeltransformations could be defined for switching between the various viewpoints (e.g., splitting a choreography into several expected behavioural interfaces or merging several interrelated expected behavioural interfaces into a choreography). Finally, this infrastructure could also support behaviour mediation, and specifically, for defining mappings between expected and provided interfaces.
