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Ennalta jaettujen salausavaimien protokollan (TLS-PSK) tuelle ei ollut hyvin tunnettua ratkaisua 
Java-palvelimille, joten opinnäytetyön tarkoituksena oli tutkia esineiden internetin laitteiden ja Java-
palvelimien välistä TLS-PSK-tukea. Opinnäytetyön tilaajana toimi Arm Finland Oy. 
 
Opinnäytetyön alussa tavoitteiksi määriteltiin tutkia, mitkä kryptografiakirjastot voisivat tukea TLS-
PSK:ta, ja tutkia, mikä näistä sopisi parhaiten täyttämään yrityksen tarpeet. Tutkimustyön lisäksi 
tavoitteeksi määriteltiin tehdä Java-palvelinsovellus, joka tukee TLS-PSK:ta, käyttäen valittua kir-
jastoa. 
 
Kryptografiakirjastoksi valikoitui OpenSSL, sillä se tuki TLS-PSK:ta, sille löytyi hyvin tukea muista 
kirjastoista ja se osoittautui vähiten resursseja vieväksi kirjastoksi. Ennalta jaettujen salaus-
avaimien käsittelyyn valittiin Googlen kehittämä Conscrypt-kirjasto. 
 
Aluksi näitä kirjastoja käyttäen tehtiin JSSE-echo-palvelinsovellus, joka käytti asiakasohjelmien to-
dentamiseen ennalta jaettuja salausavaimia. Palvelimen toiminnallisuuden testaamiseen käytettiin 
OpenSSL:n asiakasohjelmaa. Kun palvelin osoittautui toimivaksi, tehtiin monipuolisempi Netty-
chat-palvelin. 
 
Kun toimiva palvelin saatiin tehtyä, tehtiin suorituskykytesti, jolla pystyi mittaamaan, kuinka monta 
TLS-kättelyä palvelin kykeni tekemään asiakasohjelmien kanssa sekunnissa. Suorituskykytestejä 
varten tehtiin palvelimeen sopiva Netty-chat-asiakasohjelma. Tulosten vertailun vuoksi tehtiin myös 
samankaltaiset Netty-palvelinsovellukset ja -asiakasohjelmat, jotka käyttivät x.509-sertifikaatteja 
todentamiseen. 
 
Opinnäytetyön lopputuloksena valmistui chat-palvelin, joka käyttää TLS-PSK:ta asiakasohjelmien 
todentamiseen. Tämä työ todisti, että TLS-PSK:ta voidaan käyttää Java-palvelimessa käyttäen 
OpenSSL:ää ja Conscryptiä. Jatkossa tätä ratkaisua voidaan käyttää Java-pohjaisissa esineiden 
internetin palvelimissa. 
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The purpose of the thesis was to research TLS-PSK support between devices of internet of things 
(IoT) and Java-server. The thesis was done for Arm Finland Ltd. 
 
The first task for the thesis was to investigate which cryptographic libraries support PSK key-ex-
change algorithms. The second task was to investigate which library would suit the company’s 
needs the best and the last task was to make a Java-server application using this library. 
 
OpenSSL was chosen to be the cryptographic library because it supported PSKs, it was well sup-
ported by other libraries and it proved to be the least resource consuming library. Google’s Con-
scrypt-library was chosen to be the handler of PSKs. 
 
By using these libraries, a JSSE-echo-server was made. OpenSSL’s s_client command line tool 
was used to test the functionality of the server. When the server was proved to operate the right 
way a more useful Netty-chat-server was made. 
 
As an additional task a performance test was made for the server to see how many TLS hand-
shakes the server can operate within a second. To create the test a client had to be done. Also, to 
compare the results, another version of the server and client that used x.509 certificates were done. 
 
As a result, a chat server was done that uses PSKs to authenticate the clients. This work proved 
that TLS-PSK can be used in a Java server by using OpenSSL and Conscrypt. In the future, this 
work can be used as an example in Java based IoT servers. 
 
 
 
 
 
 
 
 
 
 
 
Keywords: internet of things, internet security, Java, pre-shared keys 
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SANASTO 
DH/DHE  Diffie-Hellman-avaimenvaihtoprotokolla 
 
Ciphersuite  Suojauspaketti, ryhmä kryptografisia algoritmeja 
 
ECDH/ECDHE Elliptic Curve Diffie-Hellman, elliptisiin käyriin perustuva Diffie-Hellman-
avaimenvaihtoprotokolla 
 
JSSE Java Secure Socket Extension, Java-kirjasto, joka toteuttaa tietoturvallisia 
internetyhteyksiä 
 
Master Secret  Pääsalaus, josta johdetaan istuntoavain 
 
Netty   Asynkroninen Java-palvelinkehikko 
 
OpenSSL  Vapaaseen lähdekoodiin perustuva kryptografiakirjasto 
 
Pre-master Secret Esipääsalaus, salaus, josta johdetaan pääsalaus 
 
PSK   Pre-Shared Key, ennalta jaettu salausavain 
 
RSA   Julkisen avaimen salausalgoritmi 
 
SSL   Secure Sockets Layer, salausprotokolla, TLS:n edeltäjä 
 
Sessionkey  Istuntoavain, symmetrinen avain, jolla salataan tietoyhteys 
 
TLS   Transport Layer Security, salausprotokolla 
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1 JOHDANTO 
Esineiden internetissä tietoturva on tärkeää, mutta kaikki esineiden internetin laitteet eivät kykene 
esimerkiksi vähäisen muistin vuoksi käyttämään asymmetriseen kryptografiaan perustuvia mene-
telmiä. Tähän ratkaisuna voidaan käyttää symmetriseen kryptografiaan perustuvia ennalta jaettuja 
salausavaimia (Pre-shared Key, PSK). Ennalta jaettujen salausavaimien protokollan tuelle ei ollut 
hyvin tunnettua ratkaisua Java-palvelimille, joten opinnäytetyön tarkoituksena oli tutkia esineiden 
internetin laitteiden ja Java-palvelimen välistä TLS-PSK tukea. 
 
Opinnäytetyön tilaajana toimi Arm Finland Oy, joka on Arm Holdingsin tytäryhtiö ja työllistää  
Oulussa tällä hetkellä yli 120 henkilöä. Yritys kehittää esineiden internetin palveluja yrityksille su-
lautettujen laitteiden ohjelmistopinosta lähtien aina pilvipalveluihin saakka. 
 
Opinnäytetyö aloitettiin tutkimustyöllä. Tutkimustyössä tutkittiin, mitkä kryptografiakirjastot tukevat 
TLS-PSK:ta ja mikä näistä olisi paras vaihtoehto, jolla toteutus tultaisiin tekemään. Lisäksi tutki-
mustyössä selvitettiin, mitä muita toimenpiteitä ja kirjastoja tarvitaan, jotta palvelin tukisi valittua 
kryptografiakirjastoa. Tutkimustyön tulosten perusteella tehtiin Java-palvelintoteutus, joka käyttää 
ennalta jaettuja salausavaimia. Ylimääräisenä tehtävänä tehtiin suorituskykytesti, jolla voidaan mi-
tata, kuinka monta TLS-kättelyä palvelin kykenee tekemään sekunnissa. 
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2 TRANSPORT LAYER SECURITY JA SECURE SOCKETS LAYER 
Transport Layer Security (TLS) ja sen edeltäjä, Secure Sockets Layer (SSL), ovat kryptografisia 
protokollia, jotka varmistavat asiakas-palvelin-sovelluksien kommunikoinnin yksityisyyden ja tieto-
eheyden internetin välityksellä (1).  
 
TLS ja SSL tunnetaan yleensä protokollina, jotka tarjoavat turvallisen HTTP (HTTPS) -yhteyden 
selaimien ja palvelimien välillä. TLS/SSL:ää voi myös käyttää muissa sovellustason protokollissa 
kuten File Transfer-Protokollassa (FTP), Lightweight Directory Access-Protokollassa (LDAP) ja 
Simple Mail Transfer–Protokollassa (SMTP). TLS/SSL tekee palvelintodentamisen, asiakastoden-
tamisen, tiedostosalauksen ja tietoeheyden internetin välillä mahdolliseksi. (2.) 
 
Perinteinen TLS/SSL rakentuu julkisten avainten (public key) vaihto-operaatioiden, sertifikaattien 
ja suojauspakettien (cipher suite) ympärille. 
2.1 Julkisten avainten kryptografia 
Julkisten avainten kryptografia, toiselta nimeltään asymmetrinen kryptografia, on kryptografinen 
järjestelmä, joka perustuu matemaattisiin funktioihin ja matemaattisen laskennan kompleksisuu-
teen. Julkisten avainten kryptografiassa käytetään kahdenlaisia avaimia: julkisia avaimia, joita voi-
daan jakaa vapaasti, ja yksityisiä avaimia (private key), jotka tietää vain niiden omistaja. (3.) 
 
Näillä avaimilla saavutetaan kaksi toiminnallisuutta: todentaminen, missä julkinen avain kykenee 
todentamaan yksityisen avaimen kirjoittaman sanoman lähettäjän, ja salaus, jossa vain yksityisen 
avaimen omistaja kykenee avaamaan julkisella avaimella salattua tietoa (3). 
 
RSA- ja Diffie-Hellman-algoritmit perustuvat julkisten avainten kryptografiaan (3). 
2.1.1 RSA-algoritmi 
RSA on vuonna 1978 kehitetty, yksi ensimmäisistä ja eniten käytetyistä julkisten avainten krypto-
grafiaan perustuvista algoritmeista, jota voidaan käyttää salaukseen, digitaalisiin allekirjoituksiin ja 
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avainten jakeluun. RSA-akronyymi koostuu sen kehittäjien sukunimistä, joita olivat Ron Rivest, Adi 
Shamir ja Leonard Adleman. (3.) 
 
RSA:ssa avaimien luonti tapahtuu seuraavalla tavalla: 
1. Valitaan satunnaisesti kaksi suurta alkulukua, jotka ovat toisistaan riippumattomia p ja q, 
jossa p ≠ q.  
2. Lasketaan n = p q. 
3. Lasketaan ϕ(n) = (p − 1) (q − 1). 
4. Valitaan kokonaisluku e siten, että 1 < e < ϕ(n), e ja ϕ(n) ovat keskenään jaottomia lukuja. 
5. Valitaan d siten, että se toteuttaa yhtälön de ≡ 1 (mod ϕ(n)). 
6. Julkinen avain muodostetaan n:stä ja e:stä ja yksityinen avain muodostetaan n:stä ja d:stä.  
 
Julkisella avaimella pystytään salaamaan tieto, ja jos alkuluvut ovat tarpeeksi suuria, salauksen 
kykenee purkamaan tehokkaasti vain yksityisen avaimen avulla. (4.) 
2.1.2 Diffie-Hellman-algoritmi 
Whitfield Diffie ja Martin Hellman julkistivat 1976 Diffie-Hellman- eli DH-algoritmin, joka määrittelee 
turvallisen mekanismin salaisten avainten neuvotteluun. Diffie-Hellman-algoritmi ratkaisee salaisen 
avaimen välityksen ongelman siten, etteivät osapuolet tarvitse salaista informaatiota avaimen tur-
valliseen välittämiseen. (3.) 
 
Diffie-Hellmanin yleinen toimintaperiaate on vastaavanlainen: 
1. Palvelin generoi kaksi lukua, p:n ja g:n, joista p on suuri alkuluku ja g on primitiivinen alkio, 
jotka palvelin jakaa asiakkaan kanssa. Palvelin generoi myös yhden satunnaisen luvun 
x:n, jonka se pitää salassa itsellään. 
2. Palvelin laskee 𝑔𝑔𝑥𝑥 𝑚𝑚𝑚𝑚𝑚𝑚 𝑝𝑝 = 𝐴𝐴 ja lähettää vastauksen A asiakkaalle. 
3. Asiakas generoi satunnaisluvun y ja laskee sillä 𝑔𝑔𝑦𝑦 𝑚𝑚𝑚𝑚𝑚𝑚 𝑝𝑝 = 𝐵𝐵 ja lähettää palvelimelle 
vastauksen B. 
4. Asiakas laskee myös 𝐴𝐴𝑦𝑦 𝑚𝑚𝑚𝑚𝑚𝑚 𝑝𝑝 = 𝑔𝑔𝑥𝑥𝑦𝑦 𝑚𝑚𝑚𝑚𝑚𝑚 𝑝𝑝, jonka vastauksen se pitää itsellään sa-
lassa, sillä sitä tullaan käyttämään esipääsalauksena (pre-master secret). 
5. Palvelin vastaanottaa B:n ja laskee 𝐵𝐵𝑥𝑥 𝑚𝑚𝑚𝑚𝑚𝑚 𝑝𝑝 = 𝑔𝑔𝑥𝑥𝑦𝑦 𝑚𝑚𝑚𝑚𝑚𝑚 𝑝𝑝 ,  joka on sama esi-pää-
salaus, jonka asiakaskin tietää. 
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Jos yhteyttä salakuunnellaan, salakuuntelija tietää vain a:n, b:n, A:n ja B:n, jolloin se ei kykene 
laskemaan esi-pääsalausta ilman x:ää tai y:tä. (5.) 
 
Koska Diffie-Hellmannissa osapuolet eivät todenna toisiaan, todentaminen toteutetaan yleensä 
RSA:n digitaalisilla allekirjoituksilla ja sertifikaateilla. Diffie-Hellman-algoritmista on myös elliptisillä 
käyrillä toteutettu versio, jolla voidaan pienentää avainten kokoa tarjoten yhtä hyvän tietoturvan, 
jolloin laskujen laskenta on vähemmän resursseja vievää tietokoneille. (5.) 
2.2 Sertifikaatit 
Sertifikaatteja myöntävät niin kutsutut sertifikaattiviranomaiset (Certificate authority, CA), jotka ta-
kaavat hakijan identiteetin. Kolmannen osapuolen kautta kaksi toisilleen tuntematonta osapuolta 
voivat luottaa toisiinsa, koska molemmat luottavat yhteiseen kolmanteen osapuoleen. Sertifikaa-
teilla palvelimet ja/tai asiakasohjelmat todistavat olevansa hyvämaineisia. Sertifikaatit sisältävät 
yleensä ainakin tunnistustiedot kohteesta, kohteen julkisen avaimen, sertifikaattiviranomaisen ni-
men ja sertifikaattiviranomaisen digitaalisen allekirjoituksen. (3.) 
2.3 Suojauspaketit  
Suojauspaketit ovat kryptografisten algoritmien ryhmiä, jotka auttavat turvaamaan verkkoyhteyksiä, 
jotka käyttävät TLS/SSL:ää. Suojauspakettien algoritmiryhmät sisältävät yleensä ainakin avaimen-
vaihto-, bulk encryption- ja viestitodennusalgoritmin (Message Authentication Code, MAC). 
Avaimenvaihtoalgoritmia käytetään suojaamaan informaatio, jota käytetään istuntoavaimen luon-
nissa (esim. RSA ja DHE). Bulk encryption-algoritmia käytetään salaamaan laitteiden väliset viestit, 
ja viestitodennusalgoritmi tarkastaa tiedon eheyden, jotta tieto ei ole muuttunut matkalla. Näiden 
lisäksi suojauspaketit voivat sisältää allekirjoituksia ja todennusalgoritmin, joka auttaa todentamaan 
palvelimen tai asiakasohjelman (6; 7.) 
 
Suojauspaketteja on satoja erilaisia ja ne koostuvat näiden algoritmien eri kombinaatioista. Jotkin 
suojauspaketit tarjoavat paremman tietoturvan kuin toiset. (8.) 
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3 SSL-ISTUNNON MUODOSTAMINEN SERTIFIKAATEILLA 
SSL-istunto muodostuu tiloista. Tilanvaihdoista huolehtii SSL Handshake -protokolla, jonka tehtä-
vänä on yhteyden muodostus ja yhteyden aikana käytettävistä menetelmistä sopiminen.  SSL-pro-
tokolla on monivaiheinen neuvottelu, jossa todennetaan molemmat osapuolet ja luodaan istuntoa-
vain (session key). (3.) 
 
SSL-istunnon muodostamisen vaiheet vaihtelevat TLS/SSL-version, SSL-kirjastojen ja valittujen 
suojauspakettien mukaan. Pääpiirteittäin SSL-istunnon muodostamisen vaiheet ovat kuten ku-
vassa 1. 
 
 
KUVA 1. Sekvenssikaavio SSL-yhteyden muodostamisesta (9.) 
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3.1 Client Hello 
Muodostettaessa SSL-yhteyttä asiakas avaa aluksi yhteyden palvelimen porttiin ja lähettää Client 
Hello -sanoman (kuva 2). Se sisältää asiakkaan suojausmahdollisuudet, kuten asiakkaan käyttä-
män TLS/SSL-version, suojauspaketin ja datakompressiomenetelmän sekä ns. Client Randomin, 
eli 32-tavuisen luvun, joka koostuu 4-tavuisesta luvusta, joka muodostuu asiakkaan päivästä ja 
ajasta ja 28-tavuisesta kryptografisesti generoidusta näennäissatunnaisesta luvusta. Tätä 32 tavun 
lukua käytetään pääsalauksen (master secret) luonnissa, josta istunto- ja salausavaimet johdetaan. 
Lisäksi Client Hello -sanoma voi sisältää istuntotunnuksen, jota käytetään palauttamaan aikaisempi 
istunto, jotta SSL-yhteyden muodostusta ei tarvitse tehdä uudestaan. (9.) 
 
 
KUVA 2. Client Hello (9.) 
3.2 Server Hello 
Palvelin vastaa Client Hello -sanomaan Server Hello -sanomalla (kuva 3), jossa palautetaan pal-
velimen valitsema suojauspaketti, TLS/SSL-versio, Server Random -luku ja istuntotunnus. Server 
Random muodostuu samalla tavalla kuin Client Random, mutta palvelimen ajalla, päiväyksellä ja 
näennäissatunnaisluvulla. Istuntotunnus on sama kuin asiakkaan lähettämä tunnus, jos sellainen 
löytyy palvelimen istuntovälimuistista ja palvelin hyväksyy istunnon jatkamisen. Istuntotunnus voi 
olla myös tyhjä, jos palvelin ei halua jatkaa istuntoa myöhemmin. Tavallisesti molemmat yhteyden 
osapuolet yrittävät ottaa käyttöön vahvimmat salausmenetelmät, jotka niillä molemmilla on. Mikäli 
palvelin ja asiakas eivät pääse yhteisymmärrykseen käytetyistä menetelmistä, lähetetään asiak-
kaalle virheilmoitus (handshake failure) ja katkaistaan yhteys. (3; 9.) 
 
Mikäli yhteisymmärrykseen päästään, palvelin lähettää asiakkaalle sertifikaattinsa sekä Server Key 
Exchange -sanoman, jos julkisen avaimen tieto sertifikaatissa ei ole käypä avaimen vaihtoon. Jos 
käytössä on Diffie-Hellman-algoritmi, Server Key Exchange sisältää myös Diffie-Hellman-algorit-
missa tarvittavat palvelimen parametrit (luku 2.1.2). (9.) 
 
  
15 
Lisäksi asiakkaalta voidaan pyytää sertifikaattia, jolloin asiakas lähettää palvelimelle sertifikaat-
tinsa, ja mikäli sertifikaattia ei ole, asiakas lähettää No Certificate -sanoman. Tällöin palvelin voi 
jälleen purkaa yhteyden handshake failure -sanomalla. Lopuksi palvelin lähettää Server Hello Done 
-sanoman kertoakseen asiakkaalle, että se on lopettanut sen neuvotteluviestit. (3; 9.) 
 
 
KUVA 3. Server Hello (9.) 
3.3 Asiakkaan vastaus Server Hello -sanomaan 
Kun sertifikaatit on hyväksytty, asiakas lähettää Client Key Exchange -sanoman (kuva 4), jossa 
tavallisesti asiakas luo aluksi esipääsalauksen käyttäen turvallista satunnaislukugeneraattoria. 
Asiakas salaa esipääsalauksen käyttämällä palvelimen julkista avainta, jonka se sai palvelimen 
sertifikaatista. Salauksen jälkeen avain lähetetään palvelimelle. Jos käytössä on Diffie-Hellman-
algoritmi, tässä sanomassa lähetetään sen sijaan algoritmissa tarvitut asiakkaan parametrit (luku 
2.2.3). (9.) 
 
Koska palvelin voi avata salauksen vain, jos sillä on julkiseen avaimeen sopiva yksityisavain, asia-
kas voi varmistua siitä, että palvelimella on oikea yksityisavain ja täten todentaa palvelimen, jos 
palvelin kykenee avaamaan salauksen ja jatkamaan protokollaa (9). 
 
Molemmat osapuolet muodostavat pääsalauksen käyttäen salaamatonta esipääsalausta ja kahta 
satunnaislukua, jotka generoitiin Client Hello- ja Server Hello-sanomissa. Pääsalauksen avulla mo-
lemmat osapuolet voivat tehdä itselleen istuntoavaimen. (10.) 
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Client Key Exchange -sanoma sisältää lisäksi asiakkaan TLS/SSL-version, jotta palvelin voi toden-
taa, että se on sama kuin arvo, joka lähetettiin alkuperäisessä Client Hello -sanomassa. Tällä var-
mistetaan, ettei sanomaa ole manipuloitu käyttämään vähemmän turvallista, aikaisempaa versiota 
protokollasta. (9.) 
 
Asiakas voi myös lähettää Certificate Verify -sanoman palvelimelle, jos asiakas lähetti aiemmin 
oman sertifikaattinsa. Certificate Verify -sanoma sisältää tiivisteen (hash) kaikista viesteistä, joita 
on lähetetty tähän mennessä, ja asiakas lisää digitaalisen allekirjoituksen tiivisteeseen, joka on 
kirjoitettu käyttäen asiakkaan yksityistä avainta. Palvelin voi todentaa tämän allekirjoituksen asiak-
kaan julkisella avaimella, jonka se sai asiakkaan sertifikaatista. (9.) 
 
 
KUVA 4. Asiakkaan vastaus server hello-sanomaan. (9.) 
3.4 Change Cipher Spec- ja Finished-sanomat 
Lopuksi asiakas ja palvelin lähettävät molemmat Change Cipher Spec -sanoman (kuva 5), jossa 
vahvistetaan molempien olevan valmiina aloittamaan suojatun liikenteen käyttämällä sovittua me-
netelmää ja istuntoavainta. Molemmat lähettävät vielä Finished-sanomat, jotka muodostuvat koko 
yhteyden aikana kertyneistä tiivisteistä. Näin molemmat osapuolet voivat todentaa, että niiden vas-
taanottamat sanomat olivat kunnossa eikä niitä ole muutettu matkalla. Tässä vaiheessa molemmat 
vaihtavat toimintansa salaustilaan käyttämällä istuntoavainta salatakseen liikenteen molempiin 
suuntiin. (3.) 
  
17 
 
KUVA 5. Handshake-protokollan lopetus (9.) 
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4 ENNALTA JAETUT SALAUSAVAIMET 
Ennalta jaetut salausavaimet ovat symmetrisiä salausavaimia, jotka on jaettu etukäteen turvallisen 
kanavan kautta kommunikoiville osapuolille, jotta ne voivat muodostaa TLS/SSL-yhteyden. Ennalta 
jaettujen salausavaimien käyttöön on yleensä kaksi syytä:  
 
1. Ennalta jaettujen salausavaimien avulla voidaan välttää julkisten avainten vaihto-operaa-
tiot. Tämä on hyödyllistä, jos TLS halutaan toteuttaa suorituskykyrajoitteisissa ympäris-
töissä. 
2. Ennalta jaetut avaimet voivat olla kätevämpiä avaimien hallinnalle. Esimerkiksi suljetuissa 
ympäristöissä, joissa yhteydet määritellään etukäteen, voi olla helpompaa määrittää en-
nalta jaetut avaimet kuin sertifikaatit. (11.) 
 
Tietoturvan kannalta ennalta jaettujen salausavaimien suurin haaste on niiden jakaminen turvalli-
sesti. Vaikkakin aina mahdollinen avaimiin kohdistuva tietoturvahyökkäys on ns. brute-force attack, 
jossa hyökkääjä arvuuttelee salasanaa, kunnes se arvaa sen oikein. Tämän voidaan kuitenkin es-
tää tekemällä avaimista tarpeeksi pitkiä ja satunnaisia, käyttäen kryptografisesti turvallisia näen-
näissatunnaislukugeneraattoreita. (12.)  
4.1 Ennalta jaettujen salausavaimien suojauspaketit 
Ennalta jaettujen salausavaimien suojauspaketit voidaan lajitella kolmeen ryhmään avaimenvaih-
toalgoritmin perusteella: 
 
1 PSK. Suojauspaketit, jotka käyttävät PSK-avaimenvaihtoalgoritmia, käyttävät vain sym-
metrisiä avaimenvaihtoalgoritmeja ja ovat täten sopivia suorituskykyrajoitteisissa ympä-
ristöissä. 
2 DHE-PSK. Suojauspaketit, jotka käyttävät DHE-PSK-avaimenvaihtoalgoritmia, käyttävät 
ennalta jaettuja salausavaimia todentaakseen Diffie-Hellman-avainten vaihdon. 
3 RSA-PSK. Suojauspaketit, jotka käyttävät RSA-PSK-avaimenvaihtoalgoritmia, yhdistä-
vät julkisiin avaimiin perustuvan palvelimen todentamisen (käyttäen RSA-avaimia ja ser-
tifikaatteja) ja ennalta jaettujen salausavaimiin perustuvan yhteisen todentamisen. (11.) 
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4.2 SSL-istunnon muodostaminen käyttäen PSK-algoritmeja 
SSL-istunnon muodostaminen käyttäen PSK-algoritmia muistuttaa perinteistä SSL-istunnon muo-
dostamista (luku 3), mutta pienin muutoksin: 
 
Asiakas ilmoittaa haluavansa käyttää ennalta jaettuja salausavaimia osapuolien todentamiseen si-
sältämällä yhden tai useamman PSK-suojauspaketin Client Hello -sanomassa. Jos palvelin myös 
haluaa käyttää ennalta jaettuja salausavaimia, se valitsee yhden tuetuista PSK-suojauspaketeista 
ja sijoittaa tämän suojauspaketin Server Hello -sanomaan. (11.) 
 
Koska sekä palvelimella että asiakkaalla voi olla useampia ennalta jaettuja salausavaimia useam-
malle osapuolelle, palvelin voi myös lähettää Server Key Exchange -sanomassa PSK-identiteetti-
vinkin (PSK identity hint), joka auttaa asiakasta valitsemaan sen ennalta jaetun salausavaimen. 
Jos palvelin ei tarjoa PSK-identiteettivinkkiä, Server Key Exchange -sanoma ohitetaan.  Sertifikaat-
tien lähettäminen ja kysyminen ohitetaan aina. (11.) 
 
Asiakas vastaa lisäämällä Client Key Exchange -sanomaan PSK-identiteetin (PSK identity), jolla 
se voi kertoa palvelimelle, mitä avainta se aikoo käyttää. Jos palvelin ei tunnista PSK-identiteettiä, 
se voi vastata ”unknown_psk_identity” -virheilmoituksella. Jos palvelin ei halua kertoa, että PSK-
identiteettiä ei löytynyt, se voi myös jatkaa protokollaa, niin kuin PSK-identiteetti olisi olemassa, 
mutta avain oli väärä, jolloin se vastaa ”decrypt_error” -virheilmoituksella. (11.) 
 
Kun molemmat osapuolet tietävät mitä ennalta jaettua salausavainta käytetään, molemmat osa-
puolet voivat muodostaa esipääsalauksen ennalta jaettua salausavainta käyttäen (11). 
 
Pääsalaus ja istuntoavain muodostetaan samalla tavalla kuin sertifikaateillakin (13). TLS-kättely 
saatetaan loppuun käyttäen Finished-sanomia (11). 
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4.3 SSL-istunnon muodostaminen käyttäen DHE-PSK-algoritmeja 
Käytettäessä DHE-PSK-algoritmia SSL-istunnon muodostamisessa yhdistetään Diffie-Hellman-
avaimenvaihto ja ennalta jaetut salausavaimet. DHE-PSK-algoritmi poikkeaa perinteisestä Diffie-
Hellman-protokollasta siten, että Server Key Exchange- ja Client Key Exchange -sanomissa lähe-
tetään PSK-identiteetti ja -identiteettivinkki Diffie-Hellman-parametrien lisäksi. Kun Diffie-Hellman-
avaimenvaihto on tehty ja molemmat osapuolet tietävät, mitä ennalta jaettua salausavainta käyte-
tään, esipääsalauksen muodostaminen tapahtuu käyttäen Diffie-Hellman-algoritmista saatua esi-
pääsalausta yhdessä ennalta jaetun salausavaimen kanssa. (11.)  
4.4 SSL-istunnon muodostaminen käyttäen RSA-PSK-algoritmeja 
RSA-PSK:ssa käytetään RSA:ta ja sertifikaatteja osapuolien todentamiseen ennalta jaettujen sa-
lausavaimien lisäksi. SSL-istunnon muodostaminen tapahtuu muutoin samalla tavalla kuin kappa-
leessa 3, mutta Server Key Exchange- ja Client Key Exchange -sanomissa lähetetään PSK-identi-
teetti ja -identiteettivinkki ja esipääsalaus muodostetaan ennalta jaetusta salausavaimesta ja RSA-
avaimenvaihdosta saadusta esipääsalausta. (11.)  
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5 OPINNÄYTETYÖN TOTEUTUS 
Opinnäytetyön suoritus jakaantui kolmeen osaan: vaatimusmäärittelyn luominen, tutkimustyö ja to-
teutuksen tekeminen. 
5.1 Vaatimusmäärittely 
Opinnäytetyön ensimmäisessä vaiheessa määriteltiin opinnäytetyön tavoitteet. Ensimmäiseksi ta-
voitteeksi asetettiin tutkia, voiko TLS-PSK tukea tehdä Java-palvelimelle valmiista kirjastoista. 
Toiseksi tavoitteeksi asetettiin mahdollisten kirjastojen arviointi ja kolmanneksi tavoitteeksi asetet-
tiin tehdä sovellus käyttäen kirjastoja ja tutkia, mitä lisätoimenpiteitä pitää tehdä, jotta TLS-PSK:n 
saisi toimimaan Java-palvelimessa. 
5.2 Tutkimustyö 
Tutkimustyö alkoi kartoittamalla, mitkä kryptografiakirjastot tukevat TLS-PSK:ta. Kirjastojen TLS-
PSK-tuen kykenee päättelemään niiden tuettujen avaimenvaihtoalgoritmien perusteella. TLS-
PSK:n tärkeimmät algoritmit ovat PSK-, DHE-PSK-, ECDHE-PSK- ja PSK-RSA-algoritmit. Kuvan 
6 mukaisesti nähdään, että OpenSSL-, mbed TLS-, GnuTLS- ja CryptoComply-kirjastot tukevat 
parhaiten eri TLS-PSK:ssa vaadittuja algoritmeja. 
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KUVA 6. Kryptografiakirjastojen tukemat avaimenvaihtoalgoritmit (14.) 
 
Toiseksi prioriteetiksi asetettiin suorituskyky, sillä esineiden internetissä se tulisi olemaan suurin 
ratkaiseva tekijä itse tietoturvan jälkeen. Suorituskykytestituloksia löytyi todella vähän, jotta kunnol-
lista vertailua pystyisi tekemään, mutta esimerkiksi kuvan 7 suorituskykytestissä, jossa on mitattu 
palvelimen suorittimen kuormitusta käytettäessä MbedTLS-, GnuTLS- ja OpenSSL-kirjastoja, huo-
mataan, että MbedTLS-kirjastoa käytettäessä suorittimen kuormitus on yli 50 %, kun GnuTLS- ja 
OpenSSL-kirjastoja käytettäessä kuormitus on alle 20 %. Tämän suorituskykytestin perusteella 
OpenSSL olisi näistä kirjastoista vähinten resursseja vievä suorittimelle. CryptoComplystä ei löyty-
nyt testituloksia, joten se laskettiin pois. 
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KUVA 7. Suorittimen kuormitus MbedTLS-, GnuTLS- ja OpenSSL-kirjastoja käyttävissä palveli-
missa. (15.) 
 
Kolmanneksi prioriteetiksi asetettiin tuki muiden kirjastojen kanssa, jotta tulevien toteutusten teke-
minen olisi mahdollisimman helppoa. Näistä kirjastoista OpenSSL oli parhaiten tuettuna muissa 
kirjastoissa, joten OpenSSL valikoitui kirjastoksi, jolla toteutus tehtäisiin. 
5.3 Sovelluksen teko 
Kun OpenSSL oli valittu kryptografiakirjastoksi, toteutusta varten piti tutkia, miten ennalta jaettujen 
salausavaimien käsittely hoidettaisiin, ja valita Java-palvelinkehikko, jonka ympärille toteutus teh-
täisiin. 
5.3.1 Ennalta jaettujen salausavaimien käsittely 
Sovelluksen teko alkoi tutkimalla, miten ennalta jaettujen salausavaimien käsittelyn voisi toteuttaa 
palvelimeen. PSK-käsittelyn toteuttavaksi kirjastoksi löytyi Googlen kehittämä Conscrypt-kirjasto. 
Conscrypt-kirjaston PSKKeyManager-luokalle tehtiin PSKManager-rajapintaluokka (kuva 8). 
PSKKeyManager on merkitty vanhentuneeksi, koska se ei ole tuettuna TLS1.3-versiossa, mutta 
tässä tapauksessa sillä ei ole väliä, sillä palvelinta tullaan käyttämään vain TLS1.2-versiolla. Koska 
työn tarkoituksena oli tehdä vain todiste toimivuudesta, ennalta jaetuille salausavaimille ei tehty 
avainvarastoja, identiteettivinkkejä tai avainvinkkejä, vaan rajapinnassa määriteltiin vain salaus-
avaimelle kiinteä arvo ”0F0F”. 
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KUVA 8. PSKManager-rajapintaluokka 
5.3.2 Toteutus käyttäen JSSE-kirjastoa 
Java-palvelimen ensimmäinen toimiva versio tehtiin käyttäen JSSE-kirjastoa (kuva 9). Ensimmäi-
nen versio toimi ns. echo-palvelimena, eli kun siihen saa yhteyden, se aukaisee I/O-yhteyden ja 
palauttaa kaiken samanlaisena, kuin mitä sille kirjoittaa. Ensimmäinen versio palvelimesta tehtiin 
JSSE:n SSLSocket-luokkaa käyttäen, koska se oli yksinkertaisin ja nopein tapa tehdä turvallinen 
Java-palvelin. JSSE:n huono puoli kuitenkin on, että se suorittaa tehtäviä synkronisesti, mikä hei-
kentää sen suorituskykyä. Ensimmäisessä versiossa jokseenkin huono ratkaisu oli myös 
SSLSocketin käyttö, sillä se voi käsitellä vain yhtä asiakasta kerrallaan. Tämän olisi voinut kiertää 
käyttämällä SSLEngineä SSLSocketin sijaan. 
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KUVA 9. TLS-PSK-Java-palvelimen ensimmäinen versio käyttäen JSSE:tä 
 
Palvelimen toimintaa testattiin käyttäen OpenSSL:n s_client komentoriviohjelmaa. Oikealla sa-
lausavaimella TLS-kättely onnistui (kuva 10) ja väärällä saatiin handshake failure-virhetulostus 
(kuva 11). 
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KUVA 10. Onnistunut yhteyden teko palvelimeen oikealla salausavaimella käyttäen OpenSSL:n 
s_client-komentoriviohjelmaa 
 
 
KUVA 11. Epäonnistunut yhteyden teko palvelimeen, jonka syynä oli väärä salausavain. 
5.3.3 Netty-palvelin 
Kun JSSE-palvelin osoittautui toimivaksi, palvelimesta tehtiin parempi versio käyttäen Netty-Java-
palvelinkehikkoa. Nettyn vahvuus JSSE:hen verrattuna on sen kyky käsitellä tehtäviä asynkroni-
sesti, joka nopeuttaa yhteyksien luontia etenkin, kun käytössä on useampi asiakas. Netty käyttää 
JSSE:n SSLContextia, joten siinä on paljon samaa kuin kokonaan JSSE:llä tehdyssä sovelluk-
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sessa. Netty-palvelin tehtiin Netty-securechat-esimerkkiä apuna käyttäen (16). Securechat-esi-
merkki oli vuodelta 2010 ja se oli tehty käyttäen Nettyn 3.x-versiota, joten tehtävänä oli myös päi-
vittää se 4.1.18-versioon.  
 
Netty-palvelimen toiminta jaettiin neljään luokkaan: SSLContextFactoryyn, ChannelMakeriin, Chat-
ServerHandleriin ja Serveriin. SSLContextFactory käsittelee SSLContext-olion alustamisen, Chan-
nelMaker hoitaa ChannelPipeline-luokasta tehtyjen olioiden alustamisen, ChatServerHandler to-
teuttaa palvelimen chat-toiminnallisuuden ja Server-luokka käsittelee itse palvelimen alustamisen. 
5.3.4 SSLContextFactory 
SSLContextFactoryssä (kuva 13) SSLContext-olio (kuva 12) alustetaan käyttämään TLS:n 1.2 ver-
siota ja OpenSSL:ää. Kun käytetään TLS-PSK:ta, SSLContextia luodessa TrustManager- ja Secu-
reRandom-luokat voidaan määrittää tyhjäksi, jolloin SSLContext käyttää oletusarvoja. Oletusarvoja 
voidaan käyttää, sillä palvelimen ja asiakkaan ei tarvitse todentaa toisiaan ennalta jaettujen salaus-
avaimien lisäksi. KeyManager-luokaksi määritellään PSKManager-rajapintaluokka. 
 
 
 
KUVA 12. Luokkadiagrammi JSSE:n SSLContextin muodostamisesta (17.) 
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KUVA 13. SSLContextFactory-luokka 
5.3.5 ChannelMaker 
ChannelMaker hoitaa ChannelPipeline-luokasta tehtyjen olioiden alustamisen. ChannelMakerissä 
myöskin alustetaan SSLEngine SSLContextista, joka luotiin SSLContextFactoryssä. SSLEngine 
asetetaan palvelin moodiin ja sille asetetaan hyväksytyt suojauspaketit. Tässä tapauksessa hyväk-
sytään ainoastaan TLS_ECDHE_PSK_WITH_AES_128_CBC_SHA-suojauspaketti. SSLEngine 
asetetaan pipelinen SSL-käsittelijäksi ja samalla asetetaan loput tarvittavat pipelinen käsittelijät, 
kuten ChatServerHandler. 
 
 
KUVA 14. ChannelMaker-luokka 
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5.3.6 ChatServerHandler 
ChatServerHandler toteuttaa palvelimen chat-toiminnallisuuden (kuva 15). Kun TLS-kättely on 
tehty, ChatServerHandler ilmoittaa asiakkaan tervetulleeksi ja kertoo, millä suojauspaketilla yhteys 
on suojattu. Sen jälkeen ChatServerHandler yhdistää asiakkaan kanavan yhteiseen kanavaryh-
mään, jossa muutkin asiakkaat ovat, jotta ne voivat keskustella keskenään. ChatServerHandler 
kuuntelee kanavalle kirjotettuja viestejä ja toimittaa ne muille asiakkaille. 
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KUVA 15. ChatServerHandler-luokka  
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5.4 Suorituskykytestaus 
Kun vaaditut tehtävät oli saatu hyvissä ajoin tehtyä, ylimääräisenä tehtävänä tehtiin suorituskyky-
testi, jossa mitattiin, kuinka monta TLS-kättelyä palvelin voi tehdä sekunnissa. Tätä varten piti tehdä 
Netty-palvelimeen sopiva Netty-asiakasohjelma. Netty-palvelimesta ja -asiakasohjelmista tehtiin 
testiversiot, joista chattiominaisuus poistettiin ja molemmat tekivät vain TLS-kättelyitä. 
 
Vertailun vuoksi palvelimesta ja asiakasohjelmasta tehtiin myös perinteisiä x.509-sertifikaatteja 
käyttävät versiot ja niistä testiversiot, jotka myöskin tekivät vain TLS-kättelyitä.  
 
Aluksi testejä yritettiin ajaa oikeassa testiympäristössä Amazonin pilvessä (Amazon Web Services, 
AWS), ajaen palvelinta yhdellä koneella ja kuormittaen sitä viidellä Jmeter-koneella, mutta havait-
tiin, että testitulokset eivät olleet päteviä, sillä jokin muu tekijä aiheutti niin sanotun pullonkaulan. 
Mahdollisia pullonkauloja saattoivat olla nettiyhteyksien hitaus tai Jmeter-koneiden suorituskyky, 
jolloin ne eivät pystyneet tekemään tarpeeksi kuormaa. 
 
Lopulta päädyttiin tekemään Junit-testi, jota ajettiin paikallisella tietokoneella. Testikoneen tekniset 
tiedot näkyvät taulukossa 1. 
 
TAULUKKO 1. Testikoneen tekniset tiedot 
Suoritin Intel Core i7-6700 4 GHz (4 ydintä)
Muisti 16 GB RAM
Kovalevy 256 GB SSD
Käyttöjärjestelmä Ubuntu 16.04  
 
Junit-testeissä sekä palvelinta että asiakasohjelmaa ajettiin yhdessä säikeessä. Testit ajettiin käyt-
täen TLS_PSK_WITH_AES_128_CBC_SHA-, TLS_RSA_WITH_AES_128_CBC_SHA-, 
TLS_ECDHE_PSK_WITH_AES_128_CBC_SHA- ja 
TLS_ECDHE_RSA_WITH_AES_128_CBC_SHA-suojauspaketteja. Koska RSA:ta käyttävät testit 
kestivät huomattavasti kauemmin kuin ennalta jaettujen salausavaimien testit, RSA:ta käyttävissä 
testeissä tehtiin vähemmän TLS-kättelyitä. TLS-kättelyitä tehtiin RSA:ta käyttävissä testeissä 
100 000 kappaletta ja ennalta jaettujen salausavaimien testeissä tehtiin 1 000 000 TLS-kättelyä. 
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Ennalta jaettujen salausavaimien suorituskykytestissä käytettiin 
TLS_PSK_WITH_AES_128_CBC_SHA- ja TLS_ECDHE_PSK_WITH_AES_128_CBC_SHA-suo-
jauspaketteja ja 64-tavuista salausavainta. Testeissä tehtiin 1 000 000 TLS-kättelyä ja mitattiin sii-
hen kuluva aika. Testituloksena TLS_PSK_WITH_AES_128_CBC_SHA-suojauspakettia käytettä-
essä saatiin 2 517 TLS-kättelyä sekunnissa ja TLS_ECDHE_PSK_WITH_AES_128_CBC_SHA-
suojauspakettettia käytettäessä 1 174 TLS-kättelyä sekunnissa. Tarkemmat testitulokset näkyvät 
taulukossa 2. 
 
RSA:ta käyttävissä suorituskykytestissä käytettiin TLS_RSA_WITH_AES_128_CBC_SHA- ja 
TLS_ECDHE_RSA_WITH_AES_128_CBC_SHA-suojauspakettia ja 4 096-bittisiä RSA-avaimia. 
Testeissä molemmat osapuolet varmensivat toisensa. Testeissä tehtiin 100 000 TLS-kättelyä ja 
mitattiin siihen kuluva aika. Testitulokseksi käyttäen TLS_RSA_WITH_AES_128_CBC_SHA-suo-
jauspakettia saatiin 96 TLS-kättelyä sekunnissa ja   
TLS_ECDHE_RSA_WITH_AES_128_CBC_SHA-suojauspakettia käytettäessä 93 TLS-kättelyä 
sekunnissa. Tarkemmat testitulokset näkyvät taulukossa 2. 
 
Testituloksista nähdään, että ennalta jaetuilla salausavaimilla TLS-istuntojen muodostusnopeus on 
noin 25-kertainen käytettäessä TLS_PSK-suojauspakettia ja 12-kertainen käytettäessä 
TLS_ECDHE_PSK-suojauspakettia verrattuna RSA-avaimenvaihtoa käyttäviin algoritmeihin. RSA-
algoritmeja käytettäessä ei juurikaan ollut eroa suorituskyvyn kannalta, käyttikö RSA- vai ECDHE-
RSA-suojauspaketteja. (Taulukko 2; Kuva 16.) 
 
TAULUKKO 2. Testitulokset 
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KUVA 16. TLS-kättelyjen määrä sekunnissa testikoneella käytettäessä eri avaimenvaihtoalgorit-
meja 
 
0
500
1000
1500
2000
2500
3000
PSK ECDHE-PSK RSA ECDHE-RSA
TLS-kättelyitä sekunnissa
  
34 
6 YHTEENVETO 
Opinnäytetyön tavoitteena oli tutkia TLS-PSK-tuen lisäystä Java-palvelimeen. Vaatimusmäärittelyn 
perusteella aluksi tutkittiin, mitkä kryptografiset kirjastot tukevat TLS-PSK:ta, ja tutkittiin, mikä 
näistä olisi paras vaihtoehto, jolla toteutus tultaisiin tekemään. Tämän jälkeen tehtiin Java-palveli-
men käytännön toteutus, jossa on TLS-PSK-tuki. Vaatimusmäärittelyiden lisäksi tehtiin suoritusky-
kytesti, jolla testattiin jaettujen salausavaimien ja sertifikaattien TLS-kättelyiden nopeutta. Suoritus-
kykytestauksessa havaittiin OpenSSL:llä muodostettujen TLS-istuntojen muodostamisnopeuden 
olevan noin 25-kertainen käytettäessä TLS-PSK:ta verrattuna TLS-RSA:han. Tämä osoittaa en-
nalta jaettujen salausavaimien olevan huomattavasti parempi vaihtoehto suorituskyvyn kannalta 
kuin sertifikaatit etenkin suorituskykyrajoitteisissa ympäristöissä. 
 
Työtä tehdessäni opin paljon tietoturvasta, josta minulla ei ollut aiemmin juurikaan kokemusta. Var-
sin tutuiksi tulivat salausmenetelmät, TLS-kättelyn vaiheet ja mahdolliset tietoturvaongelmat. Opin 
myös paljon Java-palvelimien ohjelmoinnista ja suorituskykytestien tekemisestä Javalla. Työn suu-
rimpana haasteena pidin sellaisten kirjastojen löytämisen, jotka tukivat toisiaan. 
 
Opinnäytetyön tutkimustyön lopputuloksena löytyi Java-kirjastot, joilla kyetään lisäämään Java-pal-
velimeen TLS-PSK-tuki. Tutkimustyön pohjalta valmistui Java-palvelin, joka tuki TLS-PSK:ta käyt-
täen OpenSSL:ää, Conscryptiä sekä Nettyä. Tulevaisuudessa tätä työtä voidaan käyttää apuna 
tehdessä muita Java-palvelinsovelluksia, joissa halutaan TLS-PSK:n olevan tuettuna. 
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