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Abstract 
This thesis encompasses the factors involved in the 
development of a microprocessor-based data acquisition 
system. The scope includes the initial definition of the 
new system, analysis of requirements, definition of all 
input and output signals, hardware specification, 
software design, system testing and implementation, and 
documentation. 
Special detail is given to the selection of the 
Integrated circuits necessary to assemble the data 
acquisition system. In addition, emphasis is placed on 
the software tools available at Lehigh.University for the 
development of systems utilizing Intel Assembly language 
and PL/M. 
The data aquisltlon system is applied to the 
tool-chip thermocouple setup for measuring cutting 
temperatures in the Manufacturing Processes Laboratory at 
Lehigh University. The generalized methodology for 
implementing the system can be applied to the development 
of most other microprocessor-based systems. 
Chapter 1 - Introduction 
This thesis is concerned with the design of a 
dedicated microprocessor-based data acquisition system 
which will gather cutting temperature data from a 
tool-chip thermocouple. The monitoring system will 
sample data obtained from a tool-chip thermocouple 
attached to an engine lathe, convert the input signals 
into temperature readings, display the temperature to the 
lathe operator, and store the temperature readings for 
further analysis. 
The following taslcs will be accomplished in the 
development of the data acquisition system: 
- Obtain a millivolt signal from a tool chip 
thermocouple attached to a lathe. The 
relationship between the magnitude of the 
millivolt signal and the temperature at the 
cutting surface is available from calibration 
data acquired previously. 
- Determine the range of signals into the 
microprocessor over the wide range of cutting 
conditions used on the lathe. 
- Evaluate the signal-to-nolse ratio. 
Investigate possible sources of noise in the 
signal. 
- Convert the analog signal from the thermocouple 
into a digital form which can be used by the 
microprocessor. 
- Examine various methods of sampling the 
millivolt signal to obtain statistically sound 
data. Create the software necessary to 
implement the sampling. Consider both hardware 
and software filtering of the input signal to 
eliminate noise. 
Create software which will use the existing 
relationship between the millivolt signal and 
cutting temperature to calculate the 
temperature for a given input signal. 
Analyze various methods to store and display 
the temperature information obtained. 
Assemble ail the hardware and software 
necessary to create a complete monitorina 
system. Interface to a display box which will 
continuously display the current temperature at 
the cutting tool. 
Provide documentation and operating 
instructions for the data acquisition system. 
Chapter 2 - Background Information 
Tool life and consequently the economics of metal 
cutting depend on the wear of the tool, wear occurs on 
the surfaces of the tool which contact the workpiece. 
Previous research has established that wear depends on 
the forces and temperatures in the zones of contact t17J. 
One technique to determine the temperature at the 
cutting surface is the use of a tool-chip thermocouple. 
The junction between dissimilar metals, called a 
thermocouple, generates a small voltage when the 
temperature of the junction is raised. In this case, the 
two metals are the tool and the workpiece. The 
experimental setup has been established using 1117 cold 
rolled steel as the workpiece and a TXH tungsten carbide 
insert as the cutting tool. The voltage generated, 
typically in the millivolt range, depends on the 
temperature at the junction and the thermoelectric 
properties of the two different metals. The temperature 
at the junction can therefore be determined based on the 
voltage produced. 
The calibration relationship between the millivolt 
signal obtained from the thermocouple and the temperature 
value in degrees Farenheit at the tool-workplece junction 
has been previously determined for the 1117 steel and TXH 
tooling.  The relationship is: 
TEMP  r  -4   ♦   (67.097) £   (1000.)   X   (millivolt   Signal) 
♦   (0.9612)   X   [(millivolt   siqnal)   X   lOoO.J   **2 
A    schematic     of  the  thermocouple  circuit  appears   in 
Figure  2-1. 
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Figure 2-1: Thermocouple Circuit 
The thermocouple circuit gives a voltaqe that 
depends on the temperatures of both junctions. In other 
words, the signal is proportional to the difference 
oetween the. two ' junction temperatures. The desired 
result, however, is the temperature at the tool-workpiece 
Interface, not the difference in temperature between the 
junctions. 
For this reason-, it is often desirable to be able to 
record the value of the reference junction before a cut 
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is taken. This value, called the offset voltage, may be 
subtracted from the voltage obtained durina the actual 
cut for a more accurate readlna. When measuring very 
high temperatures, the small errors introduced by having 
the reference junction at room temperature may be 
insignificant. However, provisions must be made to allow 
the operator the choice of being able to take an offset 
voltage. 
The particular experimental setup used for the 
tool-chip thermcouple experiment can be found in Figure 
2-2. 
CHUCK 
SLIDING CONTACT 
AGAINST WORK 
TAILSTOCK 
Figure 2-2: Experimental Setup 
Chapter 3 • Reguireaents Definition 
The first step in developing any system is the 
determination of the requirements of the project. It is 
important to have a concise statement of the problem and 
the system features necessary to solve that problem. in 
addition, any boundary conditions or environmental 
factors which could affect the project must be known. 
A good requirements definition can minimize many 
problems which can occur throughout a project. Most 
importantly, it forces the designer to put the serious 
thinking involved in the project at the front end. it is 
less lllcely that serious problems will develop during the 
implementation Phase if more thought is placed into the 
system from the start of the project. 
The requirements definition itself can be divided 
into two separate functions: a context analysis and a 
functional specification. 
3.1 Context Analysis 
The context analysis is a clear statement of the 
problem which the system is attempting to solve. In 
addition, it Includes the technical, operational, and 
economic environment in which the system is to be used. 
The users of the system should review the context 
analysis with the designer* making sure that everyone 
involved in the project is in agreement, concerning what 
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the proposed system is supposed to do. The context 
analysis for the tool-chip thermocouple system appears in 
Appendix I. In developing the context analysis, one of 
the first steps Involves studying the current system, if 
any. With the tool-chip thermocouple setup, a monitoring 
system already existed. The thermocouple was connected 
through a port to a PDP 11/34, and appropriate software 
existed to monitor the thermocouple and display readings 
on an attached CRT/teletype. The program listing from 
the current system appears in Appendix II, while a sample 
program output appears in Appendix III. 
The new system Incorporates many enhancements to the 
original system. A major hardware difference in the new 
system is the inclusion of a large seven-segment display 
to continuously display the current temperature reading 
to the user. Rather than the operator spending time 
typing in commands on a CRT, the operator simply presses 
a button on the display box to taKe an offset reading, to 
start the temperature readings, and to stop the readings. 
When operating the experiment for a large group of 
people, a display is much more effective than a report on 
a CRT or teletype. The seven-segment display will be In 
addition to the generation of a written report. 
Changes to the present report format were reguested 
oy the user.  In order to insure the recording of  the 
8 
cutting parameters on the hard copy, the new system 
prompts the operator to enter all cutting parameters from 
the CRT. These parameters are later output to the final 
report.   \  sample output for the new system Is found in 
« 
Appendix IV. 
The new system also offers more flexibility than the 
current system. The present system outputs only one 
predefined number of temperature values, while the new 
system allows the user to specify the number of readings 
to be printed. There is no provision In the current 
system to specify the timing of the readings, while the 
new system allows the operator to enter timing 
parameters. The new system gives the user the option of 
displaying the temperature in Farenheit or Centigrade, 
while the current system only displays Farenheit 
temperature values. 
3.2 Functional Specification 
The functional specification outlines the total 
purpose of the system. It focuses on what needs to be 
accomplished, not how it will be accomplished. The 
functional specification should address the following 
points: 
- a complete description of  what  the system 
should do 
i 
i 
- performance requirements the system must meet 
- specific  details  of  the  operator/system 
Interaction 
- details of the system's  Interface with the 
external environment 
- error  handling procedures  and methods  for 
diagnosing malfunctions 
The system description often Includes desirable 
features as well as regulred features. Any performance 
requirements should be specified at this point In the 
project In order to allow for proper hardware selection 
and software design. 
Details of the operator/system interaction should 
Include what buttons or switches the operator must use as 
well as what Kind of prompts the system must provide for 
the operator. The details of the system interface with 
the external environment must include the characteristics 
of all input and output signals. A list of the 
characteristics to specify appears in Figure 3-1"'[15]. 
The error handling procedures must take into account 
all types of errors likely to occur to the system. 
Errors *iay occur by incorrect operation by a user, by 
hardware failures, or by transmission problems. Error 
handling procedures are designed to allow for easy 
recovery from these errors. 
The functional specification for the tool-chip 
thermocouple is found in Appendix V. 
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1. number and function 
2. number of bits per input/output 
3. code/format 
4. data rate 
5. duration 
6. data transfer method - program I/O, Interrupt, 
or Direct Memory Access 
7. handshaking/control signals 
8. service priorities 
9. voltage levels 
10. buffering 
11. multiplexed signals 
Figure 3»ij System Input and output Characteristics 
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One of the first steps In developing the functional 
specification for the tool-chip thermocouple experiment 
Involved determining the nature of the signal from the 
thermocouple. The range of cutting conditions (i.e., the 
cutting conditions producing the lowest and highest 
expected cutting temperatures) were determined during a 
meeting set up with the technician responsible for 
operating the lathe. Using these conditions, a series of 
cuts on the lathe was taken with a voltmeter attached to 
the thermocouple. After determining the approximate 
range of the signal, an oscilloscope was attached to the 
thermocouple to allow the designer to see the signal 
being generated. A Polaroid camera attachment was 
mounted on the oscilloscope to permanently record the 
signal. As an added check, a potentiometer was added to 
verify the readings obtained from the oscilloscope. 
A picture of the signal using the cutting conditions 
which produce the lowest temperature conditions is shown 
in Figure 3-2.  The parameters for this cut are: 
speed  a 105 sfpm 
feed   s 20 ipr 
depth  s.030 in 
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The average reading from the thermocouple using these 
conditions is 8 millivolts. 
Figure 3-3 depicts the signal obtained using the 
cutting conditions which produced the highest 
temperature.  The corresponding parameters are: 
speed  = 320 sfpm 
feed   s  3i ipr 
depth  a.o30 in 
These cutting parameters produced an average  reading of 
11 millivolts. 
The fluctuations in signal apparent in the 
photographs indicates a high degree of noise. other 
problems in the signal occurred when a metal chip from 
the cutting process wedged Itself between the tool and 
the toolholder, thereby shorting out the thermocouple. 
An example of a shorted signal appears In Figure 3-4. 
In other cases, the signal was shorted out for very 
brief instances of time, but corrected itself without 
Intervention from the operator (see Figure 3-5). 
By examining the pictures of the signal, it Is 
apparent that some sort of signal conditioning must be 
utilized to cut down on the noise. 
Each control button on the display box must be 
interfaced  with the system.  The start, stop, and offset 
13 
2 mv/ 
divi- 
sion 
1.0 ms/dlvlsion 
Figure 3-2: Signal, Optimal Cutting Conditions 
5 mv/ 
divi- 
sion 
10 ms/division 
Figure 3-3: Signal, Worst Case Cutting Conditions 
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2 mv/ 
divi- 
sion 
10 ms/ division 
Figure 3-4: Shorted Signal 
2 mv/ 
divi- 
sion 
10 ms/ division 
Figure 3-5: Momentarily Shorted Signal 
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switches on the box each constitute a one bit signal to 
the control system. The most common method of servlclna 
switches Is the polled approach. In this method, the 
processor tests each switch In sequence and determines 
whether It needs servicing. Polling takes up a 
considerable amount of CPU resources, having a 
detrimental effect on system throughput. A more 
desirable solution allows the microprocessor to execute 
its main program and only stop to service a switch when 
there is an input to receive. This method provides an 
external asynchronous input to inform the processor that 
It should complete the current instruction being executed 
and get a new service routine to service the switch. 
After servicing the switch, the processor resumes exactly 
where It left off. 
The method outlined above, called an interrupt 
structure, Increases system throughput and allows the 
microprocessor to be more cost effective. For this 
reason, an Interrupt structure was chosen to Implement 
the Inputs from the switches on the display box. 
All  of  the prompts to the operator are implemented 
via polling.  After the system outputs a prompt, it  will 
delay further program execution until the user enters a 
reply to the prompt.  In addition, if the operator does 
not want  to enter any specific options,  the system 
provides a default set of options. 
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Chapter 4 - Hardware 
The selection of hardware is governed by the system 
requirements stated In the functional specification. The 
selection criteria encompass total system solutions 
(namely, the microprocessor, support devices, hardware 
packaging, and software). Systems of medium to hiqh 
complexity typically use general purpose microprocessors. 
In addition to the microprocessor Itself, the 
availability of programmable Input/Output (I/O) Interface 
devices must be researched, especially since these 
devices are designed for direct compatibility with a 
particular microprocessor or series of microprocessors. 
The response time and data acquisition rate must be 
considered when looking at interrupt capability. 
The ease of programming is another important 
hardware consideration, since the architecture of each 
microprocessor determines its instruction set. Usually, 
the more instructions available, the easier the 
programming and the less memory required for storage. 
More importantly, the number of commands which are 
suitable for the particular application must be reviewed. 
The completeness of the family of LSI (Larqe scale 
Integration) components to which the microprocessor 
belongs Is an important hardware consideration. These 
components,  or  support circuits,  are designed for 
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lntrafamlly interfacing!, Although it is possible to use 
a device from a different family, the electrical 
interface may require additional logic. Minimizing the 
package count is a design goal, so choosing a system with 
the smallest number of integrated circuits necessary is 
important. A summary of general considerations for 
microprocessors can be found in Figure 4-1 1151. 
In the existing tool-chip thermocouple measuring 
system, the current system resides on the PDP 11/34. As 
one of the system requirements in the context analysis, 
the hew system cannot be run from the PDP 11/34. 
Looking at the Hardware Interface in the functional 
specification, the control system must be able to receive 
an interrupt signal from the analog to digital (A/D) 
convertor. The system must also receive and process the 
three interrupt signals from the display box, and 
continuously display a temperature value on the box. 
The system should provide for communication to and 
from a teletype or CRT. Sufficient ROM (Read Only 
Memory) must be provided to store the program and any 
prompts, while sufficient RAM (Random Access Memory) must 
be available to store the necessary values from the A/D 
convertor as well as user-entered prompts. 
A schematic representation of the new system 
hardware appears in Figure 4-2, 
lfl 
SafctMactt, 
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Figure 4-U Considerations for Microprocessor Selection 
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Figure 4-2i Hardware Schematic 
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The Intel MCS-85 (microcomputer system) was chosen 
for the tool-chip thermocouple experiment. This 
processor is convenient for dedicated Instrument design 
since it has simple power supply and clock requirements 
(a single +5V supply and on-chip oscillator circuitry 
requiring only a single external crystal), as well as an 
adequate instruction set. A hiqher level language, PL/M, 
as well as a cross compiler and cross simulator are 
available for use with their 8080 and 8085 based systems. 
The MCS-85 was designed to minimize the amount of 
components required for most systems. The Deripheral 
components available are directly compatible with the 
MCS-85 and provide a great deal of flexibility In the I/n 
and Interrupt structures. 
The next major component in the tool-chip 
thermocouple experiment is the analog to digital 
convertor. The following criteria must be considered In 
selecting an appropriate A/D convertor: 
- general purpose, low cost 
- high performance (speed and accuracy) 
- high speed 
- high resolution 
- low power 
- bus compatible (3-state output) 
- multichannel 
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Once again, it is also desirable to Keep the number 
of components to a minimum. 
The analog to digital conversion requirements of 
this system are not critical with respect to speed, 
resolution, accuracy, or power requirements. There is 
only one channel, eliminating the need for multichannel 
devices. Since the signal is in the millivolt range, 
some kind of signal amplification must be included. 
The analog to digital convertor chosen was Data 
Acquisition Products' DAS1150. In addition to a 12-blt 
successive approximation A/D convertor, the DAS1150 data 
acquisition module consists of an instumentation 
amplifier and a sample-hold amplifier. The system is 
designed especially to interface with microcomputer 
boards, and eliminates the need for separate 
instrumentation amplifiers and sample-hold circuitry. A 
gain from 1 to 1000 V may be applied to the 
Instrumentation amplifier by changing the value of one 
resister, "without losing high speed data conversion. 
The DAS1150 provides 12-bit conversion with maximum 
overall error at unity gain of plus/minus 1 least 
significant bit (LSB), guaranteed at a 25kHz throughput 
rate. After accounting for settling time, the sampling 
rate for the DASH50 reaches 25,000 readings per second. 
This rate compares very favorably with the 20  readings 
22 
per second capability using the A/D convertor on the POP 
11/34. Also, very little performance is lost at hiqh 
gains (e.g., at a gain of 1000, the throughput is l3lcHz 
with an overall accuracy of plus/minus 2 lsb). . A 
schematic of the DAS1150 appears in Figure 4-3. 
Integrated circuits are necessary to interface the 
temperature display box with the microprocessor. The 
ICM7218 series of universal LED driver systems provide, 
in a single package, all the circuitry necessary to 
interface the microprocessor with an LED display. The 
chip includes an 8X8 static memory array providing 
storage for the displayed information, two types of 
seven-segment decoders, multiplex scan circuitry, and 
high power digit and segment drivers. This Integrated 
circuit is designed to be utilized directly in 
microprocessor systems. 
The MCS-85 has four vector interrupt input pins as 
shown in Figure 4-4. 
The RST 7.5 interrupt is used to  interface  to  the 
DAS1150  Data Acquisition  Module.   Since there are not 
enough interrupt lines available to connect  the  inputs 
from the display box directly to the available interrupt 
pins, additional logic and/or circuitry is required.   in 
order  to simplify the software necessary to handle the 
three interrupts, the Intel 8259A Programmable Interrupt 
Controller (PIC) was added to the hardware. 
23 
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Figure 4-3t DAS1150 A/D Convertor Schematic 
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INPUT FUNCTION 
RST 5.5        Dedicated to 8279 
RST 6.5        Available User Interrupt 
RST 7.5 "VECT INTR" Button 
INTERRUPT 
TRAP 8155 Timer Interrupt 
INTR Available User Interrupt 
Figure 4-4i Vector Interrupt Pins 
The PIC handles up to eight vectored priority 
interrupts for the CPU, is packaged in a 28-pin Dual 
In-line Pac)cage(DiP), and functions as an overall manager 
in an interrupt-driven system. It accepts reguests from 
a peripheral device, determines which reguest has the 
highest priority, determines whether the incoming reguest 
has a higher priority than the level currently being 
serviced, and issues an interrupt to the CPU based on 
that determination. 
Each peripheral device (in this case, each switch) 
has an individual routine associated with its functional 
or operational reguirements which is called a service 
routine. The PIC, after issuing an interrupt to the CPU, 
points the program counter to the service routine 
associated with the reguestlng device. A vectoring table 
exists to provide these pointers to the CPU. A schematic 
25 
for  the  8259A Programmable Interrupt Controller appears 
in Figure 4-5. 
The tool-chip thermocouple system must be able to 
send and receive commands via a CRT/Decwrlter. These 
devices receive and transmit data one bit at a time, thus 
operating in a serial fashion. An Interface is required 
between the microprocessor and the I/O device for serial 
data transfer. The interface must perform the logical 
formatting of data, including serlal-to-parallei and 
parallel-to-serial conversion. It also translates logic 
signals to the electrical signals appropriate for 
transmitting data over the communications channel 
connecting the microprocessor and the I/O device. 
Asynchronous data transfer is typically used for low 
speed, low data rate transfers. These transfers usually 
occur at baud rates of 110, 300, 600, 1200, or 2400, 
since these values are commonly used by manufacturers of 
commercial communications equipment. 
The receiver and transmitter must synchronize upon 
the start of transmission of a character. A start bit, 
which is logic 0, is the first bit of any character and 
synchronizes the transmitter and receiver. When the data 
line is idle, the transmitter output is logic 1. The l 
to 0 transition of the data line causes the receiver to 
synchronize its operation with the transmitter.  The baud 
26 
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Figure 4-5* 8259A Programmable Interrupt Controller 
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rates of the transmitter and receiver must be set to the 
same value. Since the leading and trailing edges are 
often distorted in transmission, the data line is sampled 
at the center of each transmitted bit in order to 
eliminate errors. The seven bits of the ASCII code are 
transmitted next, least significant bit first, followed 
by a parity bit. The last bit is a stop bit which is 
logic 0. 
The logical formatting of data for serial transfer 
can be implemented in software, but it is very 
inefficient to completely tie up the microprocessor 
during each character transfer, The parallel-to-serial 
conversion for transmitting and the serlal-to-parallel 
conversion for receiving and formatting are more 
efficiently implemented with hardware. The 
microprocessor can then transfer data in parallel to the 
external hardware, which provides the necessary 
formatting and parallel-to-serial conversion. The 
hardware also receives serial data, removes the parity 
and framing information, and supplies the data In 
parallel to the microprocessor. 
The hardware device which performs the above 
functions is a Universal Asynchronous Receiver 
Transmitter, or UART. The microprocessor and the I/O 
device are connected in parallel  to UART's  which are 
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interconnected to provide serial  communication.  Each 
UART contains both a transmitter and a receiver. 
One UART compatable with the MCS-85 is the Intel 
8251A Programmable Communication interface. The UART 
will signal the CPU whenever it can accept a new 
character for transmission or whenever it has received a 
character for the CPU. The CPU can read the complete 
status of the UART at any time. Like other I/O devices 
in a microprocessor system, its functional configuration 
can be programmed by the system software, thus providing 
maximum flexibility. The schematic for the 8251A UART 
appears in Figure 4-6. 
In order to implement the UART, additional current 
and voltage buffering is required to be compatible with 
the RS-232C Interface standard used by most peripherals. 
Two additional circuits, the MC1488 and the MC1489, 
interface positive logic TTL signals with the RS-232 high 
voltage inverted logic levels. 
After specifying the system hardware, it is 
necessary to select a housing for the hardware. The 
hardware should be enclosed in a cabinet which is close 
to the placement of the thermocouple, yet out of the way 
of the main stream of traffic. The cabinet must be 
strong enough to protect the hardware from being damaged 
by elements in the area (i.e., accidental bumping, dust, 
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Figure 4«6l 8251A UART Schematic 
30 
grease, static electricity, etc.). Also, it must be 
accessable by the operator of the system. The cabinet 
chosen for this system is a NFMA 12 type cabinet, which 
fulfills the protection requirements stated above. 
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Chapter 5 - Software 
The goal in software development Is to divide the 
overall system requirements into small, independent 
modules. A system developed using small modules is 
easier to design, debug, enhance, and document. 
The first step in the development process is the 
creation of a software flowchart depicting the various 
modules necessary to complete the task. The flowchart is 
an Iterative process, requiring much partitioning of the 
total system function. As each subfunctlon is defined, 
that subfunctlon ir» turn may be further divided into 
smaller and smaller partitions. Thus, the lowest level 
partition performs a relatively simple task. 
In addition, the programmer documents each module as 
to what Inputs are reguired, what processing is done 
within the module, and what outputs are returned from the 
module. With each small module independent of all other 
modules, it becomes a relatively simple task to Implement 
changes or enhancements to the system. 
After defining all the modules, the programmer 
decides how to code each module. Some functions lend 
themselves to coding using Assembly language, while 
others are more easily implemented using higher level 
languages such as PL/M, BASIC* or FORTRAN, The choice of 
a language often depends upon the facilities available to 
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the designer  as well the language most suitable to the 
application. 
Assembly language is best used for short modules, 
especially when . direct control of the microprocessor 
registers is desired. Other good uses of Assembly 
language include timing delays, Interrupt processing, 
execution of time critical (i.e., high speed) routines, 
and processing of control signals to and from .hardware 
devices. 
The programmer can assemble the Assembly language 
modules manually to obtain the hexadecimal obiect code 
necessary to load into the microprocessor memory. Two 
complete scans, or passes, through the program are 
necessary. The first pass determines the memory 
locations required for each instruction and creates a 
symbol table containing the values of all symbolic names 
in the program. The designer must specify a starting 
address in memory, or orlgen, for the first byte of the 
first instruction. 
The starting address of each subsequent Instruction 
is recorded.  Each label in the program  is  recorded  in 
the symbol table along with the address of the first byte 
of  the instruction.  At the end of the first.pass, then, 
all  symbolic  labels and operands along with  their 
assigned values are listed in the symbol table; and the 
address of each instruction has been determined. 
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The object code for each instruction is inserted 
during the second pass. The mnemonic for each 
instruction is replaced by its machine language code in 
hexadecimal notation. Hand assembly of the program is 
complete following the second pass through the program. 
Any instruction insertion or deletion necessitates 
another program assembly. However, small changes such as 
the modification of a constant value can be made directly 
to the object code without re-assembling the module. A 
sample of the steps reguired to assemble a program is 
listed In Figure 5-1. 
To avoid the tedious work of hand assembling 
■nodules, the designer can use a cross assembler. A cross 
assembler is a program that converts assembly language 
programs to their egulvalent machine code. It can be run 
on either a minicomputer or a mainframe, and is generally 
designed to be compatible with most standard systems 
software. 
MAC80 is the cross assembler available for the Intel 
8080A microprocessor. With some minor exceptions, MAC80 
can also be used for the 8085A instruction set ( two 
particular instructions, SIM and RIM, are not 
translated). Creation and editting of a file containing 
the assembly language mnemonics must be complete prior to 
submitting the file to the assembler.  MAC80 produces two 
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Address Object   Label  Operation  Operand  Comaent 
a) Source DELAY:  LXI 
LOOP: DCX 
MOV 
ORA 
JNZ 
B,NUM    ;lnlt Register Pair 
BC with 16-blt value 
B       decrement BC 
A,R      ;Hove B to A 
C       ;Loglcally OR 
A and C 
LOOP     fit  not zero, 
jump to LOOP 
b) Pass 1 
c) Pass 
OOOOH DELAY: LXI R,NUM SYMBOL TABLE 
0003H LOOP: DCX B DELAY OOOOH 
0004H MOV A,B LOOP 0003H 
0005H ORA C NUM FFFFH 
0006H 
2 
JNZ LOOP * 
OOOOH 01FFFFH DELAY: LXT B,NUM 
0003H OBH LOOP: DCX B 
0004H 78H MOV A,B 
0005H B1H ORA C 
0006H C20300H JNZ LOOP 
Figure 5-1i steps in Program Assembly 
output files: 
- a list file which contains images of the source 
statements, a listing of the ob-Ject code 
generated, and any error messages 
- an object code file which contains the 
assembled object code in a form suitable for 
use with the R080A 
A sample MACBO listing is found in Figure 5-2. 
Assembler directives known as pseudo instructions 
control the assembly of a module. The pseudo 
instructions are'not part of the instruction set of the 
microprocessor and cannot be translated into executable 
code. They can be used to specify the starting location 
for assembly of a particular module, to indicate the end 
of the - program, to assign a symbolic name to an 
expression, or to allocate locations in memory for 
storage of data. 
The ORG pseudo instruction specifies the location in 
memory where the next instruction should be assembled. 
More than one ORG instruction may be used if different 
parts of a program are to be assembled at different 
memory locations. Without an ORG instruction, the first 
program Instruction is placed at location oooou. 
The END pseudo instruction indicates the end of the 
program. This instruction is necessary since many 
Assembly language programs, especially those dealing with 
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B080 MACRO ASSEMBLER, VER 2.5 
NO. PROGRAM ERRORS 
8080 MACRO ASSEMBLER, VER 2.5 ERRORS a 0 PAGE 1 
0020 
0021 
0022 
000E 
2000 
2000 
2002 
3E0E 
0320 
CSR EQU  20H 
SWITCH FQU  21H 
LEDS EQU  22H 
CSRMSK EQU  OEH 
ORG 2000H 
MVI A,CSRMSK 
OUT CSR 
2004 DB21 IN SWITCH 
2006 D322 OUT LEDS 
2008 76 HLT 
END 
THE FIRST TWO STATE- 
MENTS INITIALIZE 
PORT 21 AS AN INPUT 
PORT AND PORT 22 
AS AN OUTPUT PORT 
WRITE THE IMAGE TO 
THE COMMAND 
STATUS REGISTER 
INPUT THE VALUE SET 
ON THE SWITCH 
OUTPUT THE RESULT TO 
THE LEDS 
STOP THE PROGRAM 
NO PROGRAM ERRORS 
8080 MACRO ASSEMBLER, VER 2.5 
SYMBOL TABLE 
* 01 
ERRORS = 0 PAGE 2 
A 
CSRMS 
L 
SP 
0007 
000E 
0005 
0006 
B 
D 
LEDS 
SWITC 
0000 
0002 
0022 
0021 
C 0001 CSR 0020 
E 0003 H 0004 
M  0006  PSW    0006 
Figure 5-2: Sample MAC80 List! ng 
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continuous process monitoring, do not contain a 'HALT' 
instruction. 
A method is provided for assigning symbolic names to 
data constants. The EQU pseudo instruction equates a 
symbolic name to an expression by placing the name in the 
symbol table along with the value of the expression. 
Whenever the symbolic name appears in the program, it is 
replaced by the value of the expression in the EQU pseudo 
instruction. The liberal use of symbolic data constants 
mafces the program much easier to read and understand. In 
addition, changes to the data constant are much easier- 
lnstead of changing the constant at every location in 
which it appears in the program, only the one EQU 
statement in the beginning of the program need be 
modified. 
There are several pseudo instructions which reserve 
memory locations. The define storage, or DS, pseudo 
instruction allows the designer to specify how many bytes 
of memory will be reserved. A symbolic name can be used 
in conjunction with the DS pseudo instruction. In this 
case, the name equates to the value of the address.of the 
first reserved memory location. 
If the reserved memory locations are to contain 
defined data values, the define byte, or DB, pseudo 
instruction can be used.  Bytes of data are stored  in 
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contiguous memory locations. Similarly to the DS pseudo 
instruction, a symbolic name may be assigned to the DB 
instruction. If the data to be stored are 16-bit 
quantities rather than 8-bitf the define word, or Dw, 
pseudo instruction can be used. Each expression in the 
DW list Is stored with the low order byte In the lower of 
the two nemory locations, and the hicrh order byte in the 
next higher location. This method is consistent with the 
convention for storing 16-bit quantities in the Intel 
8085A system. 
In addition to the availability of pieudo 
instructions, MAC80 also has the capability of processing 
macro instructions. A small group of Instructions which 
are repeated several times in a program can be replaced 
by a single instruction called a macro. The assembler 
replaces the macro instruction with the group of 
instuctlons every time the macro appears In the program. 
Both the macro lnstuction and the Instructions it 
replaces are defined only once in the program. 
Although Assembly language programming has its 
advantages in certain situations, it is more desirable on 
the whole to program in a higher level language. PL/M is 
a high level language designed especially to simplify 
system programming for the Intel 8008 and 8080 
microprocessors.  The language allows the user control of 
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the microprocessor but provides automatic control of 
processor resources such as registers, memory, and the 
stack. In addition, PL/M is designed to facilitate 
modular programming, leading to easier system development 
and debugging than an Assembly-language based system. 
PL/M is a block structured language, meaning certain 
program modules can be written without unwanted 
interaction between the module, or block, and its 
environment. The concept of "scope" allows entities to 
be declared within a block which are inaccessable to 
statements or declarations outside the block. Each block 
within a program limits the scope of identifiers , or 
variables, declared within that block; these identifiers 
are unknown outside the block. The particular scope of 
any identifier begins with its declaration and ends with 
the end of the block. The block may consist of a small 
do-group, a procedure, or the entire program. 
The ability to define procedures using PL/M allows 
modular programming to be accomplished with relative 
ease. Each small section of the main program may be 
written as a procedure. Procedures should be 
conceptually- simple, easy to write and test, and easy to 
incorporate into a large program. 
It is often advantageous to use both Assembly 
language  and PL/M modules  within  the  same program. 
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Assembly language subroutines can be Incorporated Into 
PL/M programs provided they follow the PL/M conventions 
for passing parameters. Conventions for passlnq 
parameters are listed below [12]: 
A single byte Is passed In register C. A single 
address parameter Is passed In registers B-C, 
with register B containing the hloh order byte 
and register C the low order byte. 
If there are two parameters, the first Is 
passed as detailed above, while the second 
parameter Is passed In registers D-E, with D 
containing the high order byte, if any, and E 
containing the low order byte. If there are 
more than two parameters, the first two are 
passed as described above. The remainder must 
be assigned directly prior to the actual CALL 
statement. 
If an Assembly language program is loaded at 
location LI, the PL/M program must have an Interface 
procedure which contains only the absolute lump: Go TO 
LI. As stated above, If more than two parameters are 
regulred or more than one value is to be returned, 
ADDRESS variables may be used to point to the parameters 
or results. 
Care must be taken if the Assembly language programs 
utilize the stack. Only the stack requirements of the 
PL/M source program are taken into account by the PL/M 
compiler. Additionally, the assembly language programs 
must leave the stack pointer with the same value as it 
had upon entry. 
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The completed PL/M source program Is entered In the 
8080 PL/M cross compiler to obtain the hexadecimal code 
for the 8085A. This cross compiler consists of two 
distinct programs which must be executed consecutively to 
completely compile the PL/M source program. The two 
programs are referred to as Pass 1, or PLMfli, and Pass 2, 
or PLM82. The first pass reads a PL/M source program and 
converts it to an intermediate form of work files. Any 
errors in program syntax are detected at this point, and 
appropriate error messages are sent to the list file. 
Pass 2 processes the work files generated in Pass 1 and 
creates machine code in either RNPF or hexadecimal 
format. Optionally, Pass 2 will produce a symbol table, 
and a mnemonic listing of the generated machine code. 
A set of parameters known as compiler controls 
governs the operation of each pass of the PL/M compiler. 
These compiler controls perform the following 
functions:   [12)    , 
define characteristics of the files accessed by 
the PL/M compiler, such as FORTRAN unit number 
or maximum record size 
select optional features of the compiler to be 
invoked during compilation 
specify compiie-time parameters, such as the 
location of the first pages in RAM and ROM in 
the object system 
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Each compiler command has a default value which It uses 
during compilation if the user does' not set his own 
value. 
By specifying the compiler command SI=2 before 
executing Pass 1 of the cross compiler, the system will 
use a local file called 'ALTIN' as incut to Pass 1. 
Other useful commands in Pass i include $Wsi20, which 
will make the list file appear as a single spaced rather 
than a double spaced file, and $ps80, which will set the 
number of characters which can be read per line of input 
at its maximum value of 80» Compiler controls commonly 
used during Pass 2 include: 
- $F=1, which generates a decoded representation 
of the object code produced 
- SGsl, which generates a table indicating the 
approximate location In memory of the code 
produced by each line of the PL/M source 
- $M«1, which generates a symbol table in the 
list file 
A  sample  output  showing  the  results  of the compiler 
controls is found in Figure 5-3. 
Upon completion of Pass 2, the list file will appear 
as a local file called 'TAPE3'. Also, any error messages 
obtained during Pass 1 will be listed in 'TAPE3' along 
with a total of the number of compilation errors. It is 
often very useful to obtain a hard copy of  'TAPE3*  in 
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001 
002 
003 
004 
005 
006 
007 
008 
009 
010 
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015 
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3300H:  /* SET PROGRAM COUNTER */ 
DECLARE OCL LITERALLY 'DECLARE'; 
DCL LIT LITERALLY 'LITERALLY' 
DCL (TDATAPTR, TCSRPTR)  ADDRESS, 
TDATA BASED TDATAPTR BYTE, 
TCSR BASED TCSRPTR BYTE, 
TIMERHI LIT *2CH*, 
TIMERLO LIT '2DH», 
TIMERSTART LIT '28H', 
TERMIN BYTE; 
/* INITIALIZE THE 8155 TIMER, UART 
INIT: PROCEDURE; 
0UTPUT(TIMERLD)=40H; 
OUTPUT(TIMERHI)=160D; 
OUTPUT(TIMERSTART)=0C0H; 
TDATAPTRsOFOOOH; 
TCSRPTR=0F001H; 
TCSRs4FH; 
TCSRM7H; 
TERMINsOFOH; 
END INIT; 
*/ 
/* PROGRAM TO INITIALIZE 8155 TIMER, UART */ 
CALL INIT; 
EOF 
NO PROGRAM ERRORS 
1=0003H 2=3303H 13=3306H 
16=3312H 17=331AH 18=3320H 
21=332CH 22=332DH 23=3330H 
STACK SIZE = 2 BYTES 
MEMORY ; . . . . 3400H 
TDATAPTR 33FAH 
TCSRPTR 33FCH 
TERMIN  . 33FFH 
INIT 3306H 
14&330AH 
19=3325H 
15s330EH 
20=332CH 
3300H LXI SP FAH 33H JMP 2DH 33H MOV AI 
3307H 40H OUT 2C+J MOV AI 40H OUT 20H 
330EH MOV AI COH OUT 28H LXI H FAH 33H 
3315H MOV MI OOH INX H MOV MI FOH INR L MOV MI 
331CH 01H INX H MOV MI FOH LHLD FCH 33H 
3323H MOV MI 4FH MOV MI 17H LXI H FFH 33H 
332AH MOV MI FOH RET CALL 06H 33H El HLT 
NO PROGRAM ERRORS 
Figure 5-3i Sample List File From PL/M80 
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order to save the outputs qenerated by the Pass 2 
compiler commands. The hexadecimal object file appears 
as a local file called 'OBJFIL'. The object file may be 
loaded directly into a PROM, or may be used as input to 
INTERP/80, a cross-simulator of the 8080 CPU. An example 
of the procedure to use the PL/M cross compiler is found 
in Figure 5-4. 
COMMAND - attach,altin,idsdmh 
PFN IS 
ALTIN 
AT CY* 016 SN3SYS885 
COMMAND - call,plm80 
8080 PLM1 VERS 4,1 
AT CY= 011 SNsSYS885   Swsl20 $r=80 $1=2 
NO PROGRAM ERRORS 
8080 PLM2 VERS 4.1 
$f = l $g=l Smsl 
NO PROGRAM ERRORS 
EXIT 
4.838 CP SECONDS EXECUTION TIME 
COMMAND- files 
--LOCAL FILES-- 
TAPE23    TAPE22    TAPE3     OBJFIL   SINPUT 
SOUTPUT    *ALTIN 
Figure 5-4: PL/M Cross Compiler Usage Procedure 
i 
The system software flowchart  for the tool-chip 
thermocouple experiment appears in Appendix VI.  The 
major divisions of the software included: 
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- handling Input to and from the microprocessor 
- handling 'input to and from the terminal 
- displaying prompts and storing the data entered 
to the system by the operator 
- taking and storing readings from the A/D 
converter 
- screening out values which resulted from a 
short circuit in the thermocouple 
• performing the necessary calculations to 
convert the values from the A/D convertor into 
forms suitable for display on the seven-sgment 
display and the CRT 
- handling all interrupts to the system 
It was decided to deal with the noise in the signal 
from the thermocouple (previously discussed in Chapter 3) 
by software methods rather than with hardware devices in 
order not to complicate the hardware. The software 
program averages 16 readings from the A/D converter and 
stores that value in memory. The software next takes an 
average of the 16 averages, giving one value as the 
representation of the 256 A/D readings. 
All these final values are then exponentially 
smoothed to minimize the effects of the noise in the 
signal. The exponential smoothing algorithm used is as 
follows: 
Smoothed s  1/16 (current A/D value) 
Value    + 15/16 (previous smoothed A/D value) 
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This algorithm adds a fraction of the difference 
be,tween the current actual A/0 value and the last 
calculated average. Small values of the fraction have a 
strong smoothing effect, while large values react more 
quickly to changes in the readings. Since the input 
signal has a great deal of fluctuation due to noise, the 
algorithm chosen employs a relatively small fractional 
value (1/16) in order to provide a more smoothed output. 
In determining the number of readings to include in 
an average, the capabilities of the microprocessor arc 
examined. With the R085 microprocessor; instructions for 
addition and subtraction are included in. the instruction 
set; multiplication and division instructions are not. 
Therefore, multiplication and division must be 
implemented in software as subroutines or macros, or in 
hardware with arithmetic processing units (as MSI or LSI 
circuits). When working with unsigned binary numbers, 
multiplication by 2 is accomplished by a logical shift of 
each bit in the number to the left. Similarly, division 
is accomplished by a logical shift to the right. By 
limiting all multiplication and division factors to 
powers of 2, the need for complicated arithmetic 
subroutines or additional hardware is eliminated. 
Implementation of the equation relating the 
millivolt  signal  to the temperature can be implemented 
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without complicated arithmetic as well. The relationship 
is nearly linear; rather than performing floating point 
arithmetic* the function is broken down Into several 
smaller line segments. within each seqment of the 
function, the slope of the line is determined. To 
determine the temperature equivalent to a qlven millivolt 
signal input, the software first determines in which 
segment of the total function the input belongs. For 
each unit change in the signal value, an appropriate 
change In the temperature value occurs. The final 
temperature value results from adding the appropriate 
nurnoer of unit changes in temperature to the initial 
temperature value of that line segment. 
Another method of implementing the temperature 
equation involves creating a look-up table containing the 
temperature values. This method has the advantage of 
being very efficient in terms of execution time; however, 
it is very inefficient in terms of memory usage. In the 
microprocessor system being developed, memory space is 
more critical than execution time; for this reason, the 
table approach is not used. 
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Chapter 6 * syste* Debugging, Testing* ana 
Iapleaentatlon 
The first step in system testing is the checking of 
the various pieces of hardware to make certain the 
circuit works and has been properly connected to the rest 
of the hardware. Small programs were written to test the 
A/D converter, the UART, the Programmable Interrupt 
Controller, and the Display Driver. Only after all the 
hardware components have been checked should the actual 
system software be loaded into the appropriate RAM or 
EPROM. 
Rather  than dump  the object code directly Into an 
EPROM, it is often advantageous  to test  the program 
modules  Using  INTERP/80.    INTERP/80  is a  FORTRAN IV 
program which provides software simulation of the R080 
CPU,  along  with execution monitoring commands to aid 
program development.  In addition to the object code from 
the PL/M compiler, INTERP/RO accepts  execution commands 
from a time-sharing terminal, card reader, or disk file. 
These execution commands allow direct manipulation of the 
simulated memory and the CPU registers.  Both operand and 
instruction breakpoints may be set at critical points  in 
tne program.   INTERP/80 also has tracing capabilities 
which allow the CPU operations to be monitored.   ttoth 
symbolic and numeric references in various number bases 
to storage locations are available. 
49 
INTERP/80 Is very useful in determining where 
program logic errors are occurring. The user can set 
Individual registers and memory locations to specific 
values in order to simulate control parameters and other 
inputs from various hardware devices. 
In addition to accepting input from the terminal, 
the user may choose to use the execution command '$1=2', 
which accepts subsequent input from a local file called 
'INFIL*. Similarly, specification of the command '$0=2' 
writes subsequent output to a local file called 'OUTFIL'. 
It is convenient to create the fil.e *INFTI.' to replace a 
long string of execution commands which are being entered 
via a terminal. The file 'OUTFIL' is particularly useful 
in obtaining a hard copy of the INTERP/80 display. . The 
'OUTFIL' can simply be batched to the nearest 
lineprlnter. A sample session using INTERP/80 can be 
found in Figure 6-1. 
Another useful tool for debugging and testing a 
system is the JAPAN0K1 6116 RAM, which is pin compatible 
with the Intel 2716 Eraseable Programmable Read Only 
Memory (EPROM). Rather than burning a program directly 
Into the EPROM, the program is first dumped into the RAM 
chip. The program can be tested directly from the 6116 
RAM, allowing the hardware interfaces to be checked as 
well.  If there are any modifications  necessary  to  the 
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Command- SIM80 
CM LWA-H s 51230B, LOADER USED   70100B 
INTERP/80 VERS 1.4 
load 7 7. 
2600 LOAD OK 
base hex. 
HEX BASE OK 
set pc=3000h. 
SET OK 
trace 3000h t 3010h. 
TRACE ON 
cycle lOh. 
CYCLE OK 
go. 
CYZSP  A   B   C   D   E   H   L    HL    SP    PC 
*0000*00H*O0H*0OH*OOH*OOH*OOH*OOH*OOO0H*0OOOH*3OOOH 
LXI SP 3B10H 
0000 00H 00H 00H OOH 00H OOH OOH OOOOH 3B10H 3003H 
JMP 391EH 
CYCLE AT 3301H=READCHAR-AH 
$e = l 
Figure 6-1s Sample INTERP/80 Session 
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hexadecimal code, the changes can be made to the PL/M or 
Assembly language source program. After recompiling, the 
modified code can again be dumped directly into the RAH. 
Use of the 6116 RAH minimizes the possibility of loading 
bad code into the EPROM, which involves removing the 
EPROM from the system and placing it under ultraviolet 
light in order to erase the memory. 
The software for the tool-chip thermocouple was 
written in both Assembly language and PL/M. Debugging 
and testing of the software was performed using a 
combination of techniques described above. Each module 
was tested individually before its incorporation into the 
system as a whole. The system then was tested in the 
6116 RAH before being burned into an EPROM. 
The entire system, including hardware and software, 
was installed in the Manufacturing Processes Laboratory. 
Final checking involved obtaining results from the new 
system and comparing them with the results from the PDP 
11/34 based system. 
The final step in the project involved the creation 
of a user manual. The manual contains operating 
instructions as well as an explanation of all error 
messages, and is available for use by the operator of the 
system. 
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Chapter 7 - Summary and Recommendation! 
The development of a microprocessor-based data 
acquisition system Involves completion of specified 
tasks. The first task Is the completion of a context 
analysis. This step Is very Important since It Is 
Imperative that the system designer and the user are In 
agreement with the scope of the project. 
Secondly, the designer must write a functional 
specification. The specification outlines the total 
purpose of the system, focusing on what tasks need to be 
accomplished. the scope of the functional specification 
Includes; a complete description of what the system 
should do, system performance requirements, details of 
operator/system interaction, details of the system 
Interface with the external environment, and error 
handling procedures. 
The functional specification governs the hardware 
selection. Some factors to consider in hardware 
selection include: the capabilities of the processor 
such as the interrupt structure, the completeness of the 
family of LSI components, and the instruction set 
available. The choice of a microprocessor also affects 
what kind of development software is available (i.e., 
assemblers, compilers, editors, debuggers, and 
simulators).  In addition to the factors stated above, 
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another major goal of hardware selection is the 
minimization of the total number of components In the 
system. 
Software development begins upon completion of the 
hardware specification. The major goal during software 
development is the division of the overall task into 
small, Independent modules. The creation of a system 
flowchart which outlines the various modules needed to 
complete the task is accomplished before any actual 
coding occurs. Although coding can be accomplished in 
Assembly language, it is more desirable to use a higher 
level language if at all possible. Higher level 
languages lead to easier system development, debugging, 
and testing than an Assembly language-based system. The 
use of software development aids cuts down the time spent 
in debugging drastically. In particular, the use of a 
simulator to test the program modules is very beneficial. 
The  last  step  in  system development is the final 
testing of the entire system, both hardware and software, 
making  sure that  the  reguirements  specified  in  the 
context  analysis  and the  functional specification are 
fulfilled.  If the system replaces  an existing system, 
the results of the new system are compared to the results 
of  the old system.   The designer  then resolves any 
differences in the outputs, determining what changes,  if 
any, are regulred to the new system. 
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Chapter S - Area* of Future Study 
The system designed for the tool-chip thermocouple 
experiment can be further enhanced. Presently, 
temperature readings are being displayed on the 
seven-segment display and recorded on a report. In order 
to perform statistical analysis on the individual 
readings, the system can be interfaced with a storage 
device such as a floppy disc drive or cassette drive. 
Eacn reading from the A/D converter can be stored and 
later dumped Into a larger computer for analysis. 
As a further enhancement to the system, feedback to 
the operator can be Incorporated. The current system 
only allows data acquisition; an enhanced system can 
interface to a warning signal device which can notify the 
operator when the cutting temperature exceeds allowable 
limits. At this point, the operator can Investigate the 
problem, which may mean changing the tool. 
The technlgue used to develop a microprocessor-based 
data acquisition system can be applied to other data 
gathering experiments. In particular, other experiments 
in the manufacturing processes laboratory are suitable 
for microprocessor monitoring and, perhaps, control. The 
input signal to the A/D converter can originate from any 
transducer, with the same methodology for analyzing the 
signal used in this thesis still applying.  Benefits of 
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converting the current data acquisition experiments from 
tne PDP 11/34 to a microprocessor-based system include; 
The ability to add a separate control panel for 
use by the operator, givlnq him the choice of 
typing commands into a CPT or enterinq commands 
by pressing buttons 
The ability to take readings at a rate of 
25,000 per second, as compared with the 20 
readings/second rate available with the analoq 
to digital convertor on the PDP 11/34 
The reduction of load on the POP 11/34, which 
intermittently operates near its uppermost 
limits 
Other data aquisition systems can borrow heavily 
from software designed for the tool-chip thermocouple 
experiment. Most of the software is written in PL/M; the 
modular structure of the language makes the use of the 
same modules In different programs easy to accomplish. 
If several more projects utilizing PL/M are Initiated, 
the development of a library of PL/M modules is feasible. 
In addition, many of the hardware components can be 
utilized in the same manner in other systems. 
Although this  thesis  was  accomplished  uslnq  the 
development aids currently available at Lehigh University 
such as the PL/M compiler, the MAC80 cross assembler, and 
INTERP/80  cross  simulator,  the development of a system 
could be facilitated by the  use  of  other  testing  and 
debugging  systems.     Some  tools  which could  be 
investigated include: 
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a logic analyzer, which is a test instrument 
that is the digital bus-oriented version of an 
oscilloscope. The analyzer detects the states 
of digital signals during each clock cycle, 
stores them in memory, and displays the 
information on a CRT. Several Inputs can be 
monitored and displayed at once, triggering 
events can be defined, and thresholds can be 
set. 
a microcomputer development system, which 
consists of an actual microcomputer (or an 
emulation of one) and additional hardware and 
software suited to the development task. The 
system allows the programmer to examine and 
change memory locations, and to enter machine 
language programs from switches, a paper tape 
reader, or a keyboard. Most development 
systems include a self-assembler, a system 
monitor, a facility for setting breakpoints, 
connectors for interfacing external devices to 
the processor buses, and an editor that can be 
used to make minor changes in user programs. 
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I, Context Analysis 
Tool/Chip Thermocouple Experiment 
A tool-chip thermocouple provides a millivolt 
signal used to determine the temperature at the 
tool/workpiece interface 
The system Interfaces to a display box which 
constantly displays the current temperature 
being measured by the tool- chip thermocouple 
After all the temperature readings have been 
taken, the final temperature value remains 
displayed on the display box 
A report listing the temperature values at 
specified time Intervals is displayed on a CRT 
The operator must be able to specify the number 
of values to be printed on the CRT printout 
The operator must be able to enter the speed, 
feed, depth of cut, and material from the CRT; 
the values will later be printed on the CRT 
printout 
The display box contains three buttons which 
allow the operator to take an offset readlnq, 
take the temperature readings, and stoD taking 
the temperature readings 
The system provides the capability to display 
the temerature in Farenheit or Centigrade 
The system takes readings at the hiohest rate 
possible by the chosen hardware 
The use of the system must not be more 
complicated to the user than the present system 
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II.. Program Listing,.Current System 
PROGRAM L4 
DIMENSION ISTAT(2).IH0LD(1)»IC0NT(1) 
DIMENSION V(300> 
LOGICAL *1 DUMMY 
DATA. IC0NT/'14OO03/. LUN/1/ 
DATA GAIN/200./ 
J=20 
SUH =0. 
C** ASSIGN A LOGICAL DEVICE NUMBER TO THE ICS UNIT 
CALL ASICLN(LUN) 
C** CALCULATE THE VOLTAGE CONVERSION FACTOR TO USE 
FACTOR = 10.24 / (32768.*GAIN) 
TYPE 1000 
1000 FORMAT (' PUT THE TOOL AGAINST THE WORK, WHEN DONE HIT <CR>',$) 
ACCEPT 1001.DUMMY 
1001 FORMAT (Al) 
CALL AIRD (l.ICONT.IHOLD.ISTAT.LUN) 
1      CONTINUE 
IF (ISTAT(l).EO.O) GO TO 1 
OFFSET <= FLOAT (IHOLD(l)) * FACTOR. 
TYPE lOiO.OFFSET 
1010   FORMAT (' THE OFFSET VOLTAGE IS '.F10.5) t* 
TYPE 1025 
ACCEPT 1001.DUMMY 
1025   FORMAT (' WHEN YOU UANT TO START READINGS HIT <CR>'.«) 
DO 10 1=1.J 
C** INITIATE A VOLTAGE READING 
CALL AIRD (l.ICONT.IHOLD.ISTAT.LUN) 
C** WAIT UNTIL YOU HAVE  COMPLETED THF VOLTAGE READING 
49     IF (ISTAT(l).EQ.O) GO TO 49 
C** CALCULATE THE VOLTAGE 
V(I) = FLOAT (IHOLD(l)) * FACTOR-OFFSET 
CALL UAIT(15.1) 
SUH =SUM + V(I) 
C** IF J READINGS HAVE BEEN TAKEN. DROP THROUGH. ELSE. GO TO THE 
C**  BEGINNING OF THE LOOP 
10     CONTINUE 
DO 20 1=1.J 
TYPE 1021.I.V(I>* lOOO.TEMP(Vd)) 
1021 FORMAT (' READING '.13.' IS '.F10.2. ' MV»2X»Fd.1.2X,'HEG. F') 
20     CONTINUE 
AVG = SUH / 20. 
TYPE 1022.AVG*1000..TEHP(AVG) 
1022 F0RHAT</.1X'THE AVG READING = '.F10.5 .' MV » 5X.F6.1. 2X.''DEGREES'> 
END 
FUNCTION TEMP(A) 
TEMP=-4 + 67.097*1000.*A + .9612 * <<A*1000.)**2.) 
RETURN 
END 
SUBROUTINE UAIT(I.J) 
CALL MARK<15,I,J) 
CALL WAITFR(15) 
RETURN /, 
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III.. Sample Program output,. Current System 
run 14 
PUT THE TOOL AGAINST THE WORK* UHEN DONE HIT <CR> 
THE OFFSET VOLTAGE IS    0.00012 
UHEN YOU UANT TO START READINGS HIT <CR> 
READING 1 IS 9.60 MV 728.7 PEG. F 
READING 2 IS 9.85 MV 750.2 PEG. F 
READING 3 IS 9.97 MV 760,9 DEG. F 
READING 4 IS 9.80 MV 745.9 DEG. F 
READING 5 IS 9.(S3 MV 730.9 DEG. F 
READING 6 IS 9.70 MV 737.3 DEG. F 
READING 7 IS 9.90 MV 754.5 DFG. F 
READING 8 IS 9.92 MV 756.6 DEG. F 
READING 9 IS 9.77 MV 743.7 DEG. F 
READING 10 IS 9.65 MV 733.0 DEG. F 
READING 11 IS 9.72 MV 739.4 DEG. F 
READING 12 IS 9.97 MV 760.9 DEG. F 
READING 13 IS 9.92 MV 756.6' DEG. F 
READING 14 IS 9.75 My 741.6 DEG. F 
READING 15 IS 9.65 M.V 733.0.. PEG. F 
READING 16 IS 9.82 MV 748.0 DEG. F 
READING 17 IS 9.97 MV 760.9 DEG. F 
READING 18 IS 9.90 MV 754.5 DEG. F 
READING 19 IS 9,72 HV 739.4 DEG. F 
READING 20 IS 9.70 MV 737.3 PEG. F 
THE AVG READING = 9.79750 MV 745.6 DEGREES 
TT2 — 
> 
STOP  ' 
■■ 
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IV, Sample Program output, Proposed System 
Tool-Chip Thermocouple 
Experiment 
Workpiece:  1117 Cold Rolled Steel 
Speed: 320 sfp>     Feed: 31 Ipr     Depth: .030 in 
*  ~ 
Reading » 
1 
2 
3 
4 
5 
6 
7 
8 
9 
10 
Temperature 
(Deg F) 
720 
726 
718 
724 
725 
734 
723 
731 
726 
720 
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V. Functional specification 
I. Operator/Syste* Interaction 
The operator must press a button in order to 
ta<e an offset voltage readlna tCRT, box] 
The operator must press a second button to 
initiate the automatic sampling routine tCRT, 
box) - an offset voltage reading does not have 
to be taken first. 
The system must allow the operator a choice of 
entering new sampling parameters or using the 
parameters already in memory [CRT] 
The system must allow the user to enter the 
speed, feed, depth of cut, and workplece 
material , or use the parameters already In 
memory (CRT! 
The system must allow the operator to enter a 
special character to determine whether or not 
the operator will enter his own sampling 
parameters (CRT] 
The system must allow the operator to enter the 
number of samples to be printed and the delay 
time between samples 
The system win prompt the operator to enter a 
character If he desires another set of 
temperature readings [CRT! 
For the box, the operator will hit the 'start 
reading' button, and readings will be 
continuously displayed until the operator 
depresses the 'stop reading' button 
The system should use a minimum amount of 
prompts * the user's manual should detail all 
the options available in the system 
k 'help' file should be available that briefly 
lists the options available to the operator 
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II, Hardware Interface 
Input Signal Characteristics 
i. Signal from Thermocouple 
a. 8-13 millivolts 
b. Interrupt 
c. 12 bits from A/D 
d. Length of sampling can be determined! by 
the operator or default to a 
predetermined length (by pressing the 
'start* switch and 'stop' switch on the 
control box, the operator can manually 
specify how long to take readings) 
e. Number of readings to be output can be 
determined by the operator or default to 
a preset value 
f. minimum 40 microseconds per conversion 
2. Offset Voltage switch [box] 
a, 1 signal, 1 bit 
b. Interrupt 
3. On/Off Toggle ton wall] 
a. Turn entire system on 
4. start Reading button [box] 
a. 1 signal, 1 bit 
b. Interrupt 
5. Stop reading button [box] 
65 
a. 1 signal, i bit 
b. Interrupt 
6. Sign-on messaae 
7. Prompts to user (all handled by pollinq) tCRTj 
a. input cutting parameters (feed, speed, 
depth, and material) 
b. print help message 
c. taKe offset voltage 
d. specify time between samples 
e. specify number of readings to be printed 
f. set flag for Farenheit or Centigrade 
8. Start sampling (CRT] 
a. interrupt 
9. Save defaults for all parameters in a control 
block 
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Output Signal Characteristics 
1. Temperature tboxJ 
a. Continuously display the temperature 
reading to the nearest degree on the 
seven-segment display 
b. Freeze the last temperature reading on 
the display when sampling ends 
c. Display the temperature in either 
Centigrade or Farenheit 
2. Report [CRT] 
a. Display speed, feed rate, depth of cut* 
and workpiece material 
b. For standard sampling, display reading 
#, 10 temperature readings, and one 
averaged temperature reading 
c. For user-determined sampling, display 
reading », total number of temperature 
readings, and one averaged temperature 
reading 
d. Save all desired output values in 
memory- sampling will occur much faster 
than the printer can handle 
3, Repeat report tCPT] 
a. Prompt  user to enter a 'yes' if another 
run Is desired 
4. Print out a 'help* file if desired by the user 
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III. software Modules 
1. Initialize system parameters upon start-up 
2. Enter cutting parameters 
a. prompt for speed,  feed rate, depth of 
cut, and workplece material 
b. allow user to enter new parameters 
c. allow user to use parameters already In 
memory 
3. Print program Instructions 
a. Operator answers  'yes'  to prompt  If 
Instructions desired 
4. Use standard or operator controlled parameters 
a. Default values for all parameters are 
used unless the operator specifies other 
values 
5. Enter sampling parameters 
a. print Instructions if required 
b. prompt for number of readings to be 
displayed 
c. prompt for length of sampling       ^ 
d. prompt to determine whether parameters 
are correct (if incorrect, the prompts 
for all entries are repeated with the 
user entering new parameters) 
6. Take reading from thermocouple 
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a. use standard sampling parameters unless 
operator enters his own 
b. offset voltage always uses standard 
parameters 
J 
c. average 256 millivolt readings from the 
A/D convertor 
/ 
d. calculate an exponentially smoothed 
value for each averaged A/D value 
e. calculate the temperature value for each 
exponentially smoothed value using an 
algorithm that relates the A/D input to 
the associated temperature 
f. convert temperature value to BCD 
representation for control box 
g. convert temperature value to ASCII 
representation for report to CRT 
h. check millivolt signals to make certain 
that the readings are in the 
"acceptable" range - do not store 
unacceptable readings 
7. Offset voltage tCRTJ 
a. display offset voltage 
b. calculate and display offset temperature 
c. store final offset voltage 4" memory 
d. display  prompt  to  start  the  actual 
readings 
8. Offset voltage [box] 
a. display offset temperature 
b. store offset voltage reading in memory 
9. Binary to Binary Coded Decimal module 
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10. ASCII to Binary module 
11. Binary Coded Decimal to Binary module 
12. Binary to ASCII module 
13. Read character from CRT, store value In memory 
70 
VI..   System Program Flowchart 
START 
1 
(PRINT 
SIGN-ON 
MESSAGE 
1 
ASSIGN DEFAULT 
VALUES TO USER- 
ENTERED OPTIONS 
AND PARAMETERS 
i 
/    PROMPT \ 
(     FOR  'ANY 
\   OPTIONS?'/ 
n 
ft71 
CALL 
TAKE 
OFFSET 
CALL 
ENTER  # 
READINGS 
CALL 
ENTER 
SAMPLING 
LENGTH 
CALL 
ENTER 
TEMP 
TYPE 
t X l5J ,1, liJ 
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/   p PRINT     \ (     ERROR } 
\ MESSAGE J 
0- /PRINT (    ERROR \MESSAGE 
PROMPT \ 
•ANY  MORE 
OPTIONS?' J 
& 
I 
ACCEPT 
ANSWER 
PROMPT \ 
'NEW CUTTING \ 
PARAMETERS?" 
1 
>?' / 
ACCEPT 
ANSWER 
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PROMPT 
•ENTER <CR> 
IF NO CHANGE 
I 
PROMPT 
'SPEED?' 
I 
ACCEPT 
SPEED 
I 
STORE 
SPEED 
I 
PROMPT 
'FEED?' 
I 
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4 
T 
. ACCEPT 
FEED 
PROMPT 
'DEPTH?' 
I 
ACCEPT 
DEPTH 
5 
f 
PROMPT 
•MATERIAL?', 
i 
ACCEPT 
MATERIAL 
i 
STORE 
MATERIAL 
-&-w 
/       PROMPT \ 
/    'HIT <CR> I 
V     TO TAKE / 
\READINGS' / 
i 
?6 
1 
CALL  A/D 
INTERRUPTl 
ROUTINE 
I 
PRINT. 
REPORT 
TITLE 
I 
(PRINT 
TEMP 
VALUES 
I 
/PROMPT 'HIT1 
/ <CR> FOR 
\ NEXT SET OF 
\READINGS' 
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/    PROMPT  TO\ 
(     TAKE   OFFSET 
\     READINGS      J 
i 
SET   # 
READINGS 
TO   1 
i 
CALL   A/D 
INTERRUPT 
ROUTINE ' 
i 
i 
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♦ 
STORE 
OFFSET 
READING 
1 
DISPLAY 
OFFSET 
READING 
i 
RETURN 
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ENTER #' 
READINGS 
I 
/    PROMPT TO 
(    ENTER  # OF 
\     READINGS 
1 
ACCEPT 
#  READINGS 
i 
STORE 
#  READINGS 
i 
RETURN 
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ENTER 
SAMPLING 
LENGTH 
I 
PROMPT 
TO  ENTER 
SAMPLING 
LENGTH 
STORE 
SAMPLING 
LENGTH 
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/PROMPT TO 
(   ENTER  TEMP 
\    TYPE 
i 
ACCEPT 
TEMP 
TYPE 
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A/D 
CONVERSION 
INTERRUPT 
I 
SET COUNTER 
FOR # OF 
SMOOTHED 
READINGS 
* 0 
I 
INITIALIZE 
ALL STORAGE 
LOCATIONS 
TO 0 
ENABLE 
INTERRUPTS 
NO 
-&jT STOP       ^ 
i YE: 
2 
83 
YES 
O 
X 
DISABLE 
INTERRUPTS 
1 NO 
ADD READING 
TO OTHER 
A/D READINGS 
INCREMENT 
# OP A/D 
READINGS 
TAKEN 
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i 
INCREMENT 
# OF A/D 
READINGS 
TAKEN 
i YES 
AVERAGE 
THE A/D 
READINGS 
INCREMENT NO. 
OF A/D 
AVERAGES 
TAKEN 
I 
SET  NO.  OF 
A/D  READINGS 
BACK TO 0 
4 
AVERAGE 
THE A/D 
READINGS 
i 
INCREMENT NO. 
OF A/D 
AVERAGES 
TAKEN 
i 
SET  NO.  OF 
A/D READINGS 
BACK  TO  0 
\  
i 
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STORE 
SMOOTHED 
AVERAGE 
«=F 
i i 
CONVERT A/D 
READING  TO 
DEG. C (BINARY) 
CONVERT A/D 
READING  TO 
DEG   r (BINARY) 
i 
STORE A 
BINARY 
TEMPERATURE 
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1 
CONVERT 
BINARY 
TEMPERATURE 
TO BCD 
TEMPERATURE 
I 
DISPLAY 
TEMPERATURE    I 
^ON 7-SEGMENT/ LED
_y 
i 
INCREMENT 
COUNTER FOR 
NO. OF 
SMOOTHED 
READINGS 
i 
o CALL APPROPRIATE DELAY 
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;, 

i 
CONVERT 
BINARY 
TEMPERATURE 
TO BCD 
TEMPERATURE 
I 
DISPLAY 
TEMPERATURE    I 
s£>N 7-SEGMENT/ 
LED / 
i 
INCREMENT 
COUNTER FOR 
NO. OF 
SMOOTHED 
READINGS 
i 
o CALL APPROPRIATE DELAY 
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