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SVG scalable vector graphics skalabilna vektorska grafika
STB set top box TV komunikator
CSS cascading style sheets prekrivni slog
DBDD develop, build, deploy, debug razvij, zgradi, uvedi, razhrosˇcˇi
JSON JavaScript object notation zapis JavaScript objekta
MVC model view control model pogled kontrolnik
WAR web aplication archive
CDN content delivery network omrezˇje za dostavljanje vsebin

Povzetek
V diplomski nalogi je predstavljena resˇitev za locˇen razvoj prezentacijskega
dela aplikacije od logike. Cilj sistema je napraviti dinamicˇen sistem za upra-
vljanje graficˇnega vmesnika, ki bi olajˇsal prilagoditev klienta ter zmanjˇsal
cˇas potreben za spremembo obstojecˇega ali razvoj novega izgleda. Predsta-
vljeni so problemi, ki so bili povod za razvoj sistema, tehnologije, ki smo jih
uporabili za razvoj, koncˇna arhitekturna resˇitev in razvita orodja.
Kljucˇne besede: urejevalnik izgleda, urejevalnik predlog, node.js.

Abstract
A system for dynamic management of the presentation
layer of an IPTV client
The work presents an application for development of the presentation layer
of an IPTV system. The goal was to create a dynamic solution for editing
the look and feel of a graphical user interface that would ease the customi-
sation of the client and reduce the time necessary to change existing UI or
create a new one. The document also presents the problems that led to the
development of the system, technologies that were used, how the architecture
was designed and which tools were created.




Resˇitve IPTV so veliki, vseskozi razvijajocˇi se sistemi, ki servirajo televi-
zijski program mnogo odjemalcem. Gre za kompleksen sistem, sestavljen iz
mnozˇice razlicˇnih strezˇnikov, podakovnih baz in predstavitvenega dela (kli-
enta), kateri tecˇe na TV komunikatorjih (STB), mobilnih napravah, spletnih
brskalnikih in tudi nativno na nekaterih pametnih televizorjih. V diplomskem
delu se bomo osredotocˇili na klienta.
Izgled aplikacije je definiran s SVG in CSS in je v celoti odvisen od ja-
vascript middlewarea ki tecˇe na komunikatorju. To v praksi pomeni, da je
za vsak videz narejena nova verzija teh CSS in SVG datotek (katere vse-
bujejo tudi precej javascript kode), z malenkostnimi spremembami, ki de-
finirajo barve in postavitve elementov. To privede do velikega podvajanja
kode, katera mora biti, zaradi tesne povezanosti z domensko logiko, ob vsaki
spremembi na strezˇniku tudi ustrezno posodobljena.
Dodatno smo zˇeleli uvesti mozˇnost, da lahko neodvisno spreminjamo tudi
samo delovanje graficˇnega vmesnika. Do sedaj smo lahko spreminjali le iz-
gled, funkcionalnosti in delovanje pa je diktiral middleware in je bilo za vse
narocˇnike enako. Cilj je bil, da naredimo bolj dinamicˇen in prilagodljiv nacˇin,
ki bi omogocˇal popolno prilagoditev graficˇnega vmesnika in v zameno za sicer
nekoliko daljˇsi razvojni cikel novega videza (cˇe se kupec odlocˇi, da zˇeli tudi
poosebljeno funkcionalnost), korenito zmanjˇsa cˇas potreben za vzdrzˇevanje
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in testiranje ob izdaji novih verzij middlewarea.
To smo dosegli tako, da smo popolnoma locˇili logiko od predstavitve,
ter dodali nov sloj v nasˇ sistem. Graficˇni vmesnik sedaj tecˇe na Node.js
strezˇniku, ki sedaj sluzˇi kot vmesnik med strezˇnikom in klientom. Razvili
smo tudi orodja za prilagajanje izgleda, ki tecˇejo v spletnem brskalniku in
omogocˇajo enostavno spreminjanje, ki ga lahko izvajajo kar narocˇniki sami.
Delovanje graficˇnega vmesnika pa je v dolocˇeni strukturi definirano v json
datotekah.
V drugem poglavju so na kratko predstavljeni problemi, ki smo jih zˇeleli
resˇiti. V tretjem poglavju so na kratko predstavljene tehnologije, ki smo jih
uporabili pri svoji resˇitvi. V cˇetrtem poglavju predstavim urejevalnik izgleda,
na koncu pa sˇe opiˇsem dosedanji razvoj in trenutno stanje resˇitve.
Poglavje 2
Problem
Klient je edini del celotnega sistema, ki se prilagaja kupcu. Vsak kupec
ima mozˇnost, da dobi poosebljen izgled vmesnika IP televizije in skupaj z
rastjo uporabe nasˇega sistema, smo zacˇeli opazˇati, da gre za ta del veliko
programerskega cˇasa. Sˇe iz cˇasov, ko smo imeli zelo malo razlicˇnih izgledov
vmesnika IPTV, je bila nasˇa koda zelo tesno povezana z delovanjem samega
middlewarea. Ob vsaki spremembi je bilo potrebno posodobiti vse poose-
bljene izglede, saj so posamezni odseki zaradi pretesne povezanosti prenehali
delovati. V vecˇini primerov je bilo potrebno popraviti iste odseke posame-
znih predlog, kar pomeni veliko nezahtevnega in monotonega dela ter slabo
porabljen cˇas razvijalcev.
Tesna povezanost locˇenih komponent je prav tako botrovala mnogo re-
gresijam, ki jih je bilo zaradi narave sistema zelo tezˇko odkriti. Pred objavo
nove verzije je bilo potrebno pregledati vsakega od izgledov, saj so se med
seboj (vecˇinoma) razlikovali dovolj, da enostavno kopiranje popravkov ni za-
gotavljalo pravega delovanja. Prav tako je bilo potrebno popravljati izglede,
ki so delovali enako, a so imeli drugacˇne ikonice, barve in slike. Dobro locˇena
logika od predstavitve bi tukaj prihranila veliko cˇasa, sˇe posebej, ko v enacˇbo
vkljucˇimo razlicˇne komunikatorje in razlike v delovanju med njimi.
Za odpravo teh pomanjkljivosti smo se odlocˇili za popolno prenovitev
predstavitvenega dela. Poleg resˇevanja zgoraj navedenih problemov smo
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prav tako zˇeleli omogocˇiti vecˇjo fleksibilnost predstavitvenega dela, ki bi
omogocˇala popolnoma razlicˇne izkusˇnje pri uporabi nasˇega sistema. Nove
poosebljene resˇitve ne bi vecˇ zajemale zgolj povrsˇinskega izgleda, temvecˇ bi
lahko posamezni kupci sistema popolnoma predrugacˇili delovanje vmesnika.
Velik del poosebljanja bi se preko razvitih orodij prestavil na same operaterje
IPTV, kar bi dodatno sprostilo cˇas nasˇim programerjem in hkrati dalo proste
roke ponudnikom storitev IPTV glede izgleda in delovanja njihove storitve.
Poglavje 3
Raziskovanje in nacˇrtovanje
Problem je zelo kompleksen, ker mora biti novi sistem zdruzˇljiv z veliko
zˇe obstojecˇe kode, zato je bilo potrebno vsako stvar temeljito raziskati in
razcˇleniti. Prav tako smo zˇe kmalu ugotovili, da smo zagrizli v veliko vecˇji
problem, kot smo na zacˇetku predvidevali, hkrati pa smo tudi dodajali nove
storitve k osnovni ideji, zato smo se odlocˇili, da bomo problem razstavili ter
se ga lotili po korakih.
V prvem delu smo se odlocˇili napraviti urejevalnik predlog na obstojecˇem
klientu. Tu notri so vsˇteti:
• specifikacija za GUI,
• spletni urejevalnik,
• sistem za dinamicˇno serviranje predlog SVG,
• OpenAPI metode za deljenje konfiguracij predlog SVG,
• prototip predloge na novem sistemu.
Zˇe za ta del je bilo potrebno spremeniti precejˇsen del kode klienta, toda sˇele
v drugem delu bi se naredial popolna preureditev obstojecˇe kode, podprl bi
spreminjanje delovanja graficˇnega vmesnika s konfiguracijo itd.
Nato je bilo potrebno dolocˇiti delovanje samega sistema. V prvi fazi smo
raziskovali tehnologije, ki so nam bile na voljo skupaj z razlicˇnimi koncepti
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definiranja uporabniˇskih vmesnikov. Nato smo za vsako idejo izvedli preiz-
kus. Cˇe je bil preizkus neuspesˇen, smo idejo takoj zavrgli, izmed uspesˇnih
pa smo dolocˇili smer razvoja.
Na koncu smo se odlocˇili, da bo za GUI skrbel node.js strezˇnik, za izgled
se bo uporabljala lastna notacija v formatu JSON, katerega bo nasˇ spletni
urejevalnik razcˇlenjeval in na podlagi njega omogocˇal enostavne spremembe,
ki se bodo odrazˇale neposredno v svg datotekah. Potem smo definirali sˇe
nacˇin dela, saj je le to moralo zaradi omejenega sˇtevila razvijalcev pote-
kati karseda hitro. Z avtomatskimi Maven/Grunt skriptami smo vzpostavili
DBDD nacˇin razvijanja.
3.1 Node.js
Za prezentacijske datoteke smo uporabili locˇen Node.js strezˇnik, ki tecˇe na
lokalnem omrezˇju. Razvili smo program, ki tecˇe na njem in sluzˇi kot nekaksˇen
vmesnik med domensko logiko in prezentacijo na klientu. Ta strezˇnik servira
in deli prave datoteke GUI, ter jih hkrati tudi razcˇlenjuje in pripravlja. Na
njem tecˇe tudi spletni urednik.
Node.js je programska platforma za razsˇirljive spletne aplikacije ter na-
sploh aplikacije, ki tecˇejo na strezˇniku. Aplikacije za Node.js so napisane v
jeziku JavaScript in lahko tecˇejo znotraj Node.js sistema na Windows, Max
OS X in Linux platformah v enaki obliki [2].
Glede na to, da celoten klient sloni na JavaScriptu, ki se potem izvaja na
posebnem brskalniku znotraj TV komunikatorja in neobcˇutljivosti na plat-
formo, je bil Node.js naravna izbira. Poleg tega nam omogocˇa izvajanje
testiranja kode klienta, saj tega na nasˇem brskalniku ne omogocˇa nobeno od
ogrodij za testiranje. Zaradi izkusˇenj in podrobnega poznavanja JavaScript-a
ter ogrodij, kot je naprimer jQuery, je bil prehod dokaj naraven.
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3.2 Regularni izrazi
Za razcˇlenjevanje opisa graficˇnega vmesnika smo uporabili izraze regex. Re-
gex je zaporedje znakov, ki tvorijo vzorec, s katerim preverjamo ujemanje
nizov, iˇscˇemo po nizih, itd. [3]. Glede na to, da smo vpeljali lasten zapis
podatkov, ki definirajo izgled in delovanje graficˇnega vmesnika, smo morali
te podatke nekako razcˇleniti ter dolocˇiti njihovo pravilnost. Za to smo upora-
blili izraze regex, saj z dobro napisanimi izrazi lahko zagotovimo robustnost
samega interpreterja in ga ne zmoti vecˇ vsak podvojen presledek in druge
stvari, ki jih ljudje radi vnasˇamo v svojo kodo.
Ogromno jezikov podpira izraze regex, ki pa se med seboj nekoliko raz-
likujejo [1]. V jedru so si sicer vse implementacije zelo podobne, imajo pa
svoje znacˇilnosti ter razlicˇne funkcije, ki omogocˇajo bolj kompleksne primer-
jave in iskanje oziroma veliko enostavnejˇso sintakso za zahtevnejˇse probleme.
Mi smo uporabljali JavaScript implementacijo regexa.
Primer 3.1 Enostaven izraz regex
var regex = /\w*\d+/
Enostavni regex iz primera (3.1) uporabimo za testiranje tekstovnih nizov.
\w se ujema z vsako besedo, \d pa z enim numericˇnim znakom. Besedo v
regexu sestavlja niz alfanumericˇnih ali numericˇnih znakov, ter podcˇrtaj [4].
Cˇe nato uporabimo nasˇeBesedilo.match(patt) dobimo naslednje rezultate:
• ”nekaj besed” ->se ne ujema z vzorcem
• ”nekaj besed in potem 44” ->se ujema, prva vrednost v tabeli zadetkov
je sˇtevilo 44
• ”44” ->se ujema, prva vrednost v tabeli zadetkov je sˇtevilo 44
Izraz iz primera (3.1) torej vsebuje vzorec za niz sestavljen iz 0-n besed
katerim sledi sˇtevilo. Ukaz match potem preveri ali se nasˇ niz ujema z vzor-
cem v izrazu regex in v primeru, da se ujema, sˇtevilo shrani na prvo mesto
8 POGLAVJE 3. RAZISKOVANJE IN NACˇRTOVANJE
tabele, ki jo vrne. Vzorec je popolnoma neodvisen od sˇtevila besed, ki se na-
hajajo pred sˇtevilko. S kompleksnejˇsimi izrazi lahko naredimo zelo robusten
validator in parser.
3.3 SVG
SVG je kratica za Scalable Vector Graphics, ki predstavlja format za vek-
torsko grafiko, ki temelji na XMLju in podpira dvodimenzionalno risanje s
podporo za animacije in interakcije [5]. SVG je odprti standard, ki ga zˇe
od leta 1999 razvija W3C. Nasˇ klient uporablja SVG namesto HTMLja, ker
imajo komunikatorji boljˇso podporo za to tehnologijo in SVG na njih deluje
precej hitrejˇse. Stvari se sicer spreminjajo in v prihodnosti zˇelimo podpreti
tudi HTML5, toda za zdaj na nekaterih strojno zelo podhranjenih komuni-
katorjih to ni mogocˇe.
SVG pozna tudi poenostavljene profile, ki vsebujejo zmanjˇsan nabor funk-
cij SVG Basic in SVG Tiny. Nasˇ brskalnik podpira SVG Tiny specifikacijo, ki
pa jo razsˇirja z nekaterimi svojimi resˇitvami. Prav tako so nekatere vektorske
operacije strojno podprte na samih komunikatorjih in so strojno pospesˇene.
Primer 3.2 Enostaven SVG dokument
<svg width="1280" height="720">
<rect width="100" height="100" style="fill:rgb(0,0,255);
stroke-width:3;stroke:rgb(255,0,0)">
</svg>
Primer (3.2) prikazuje enostaven SVG dokument, ki izriˇse pravokotnik
velikosti 100 krat 100. Ta velikost je relativna in je odvisna od starsˇa. V
tem primeru, kjer nad starsˇevskim elementom ni nobene transformacije, se
bo izrisal kvadrat z dolzˇino stranice 100 pikslov. V primeru vidite tudi la-
stnost style, ki jo verjetno poznate iz spletnega oblikovanja, seveda lahko
uporabimo tudi CSS.
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Slika 3.1: Izris SVG dokumenta iz primera (3.2)
Slika 3.2: Kompleksnejˇsa vektorska risba
Primer (3.2) in slika 3.1 predstavljata zelo enostaven primer, ki ne pokazˇe
zmogljivosti vektorske grafike in formata SVG. Na sliki 3.2 lahko vidite ne-
koliko bolj kompleksen primer, ki je dostopen tudi na internetu [6].
3.4 Grunt
Grunt je orodje ki omogocˇa avtomatizacijo procesov pri delu z JavaScriptom
in CSSjem [7]. S pomocˇjo Grunta se lahko izognemo ponavljajocˇim proce-
som, kot so optimizacija slik, testiranje kode, minimizacija datotek CSS in
podobno. Grunt tecˇe na platformi Node.js. Z enostavno konfiguracijsko da-
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Slika 3.3: Prikaz arhitekturnega modela MVC
toteko potem nastavimo knjizˇnice, ki jih uporablja nasˇ projekt, vrstni red
nalaganja skript, testiranje kode itd. Z gruntom smo prihranili precej cˇasa
in se ognili tezˇavam z usklajevanjem knjizˇnic med cˇlani ekipe.
3.5 AngularJS
AngularJS je odprtokodno ogrodje za spletne aplikacije, ki nam olajˇsa iz-
delavo single-page aplikacij [9]. To so spletne aplikacije, ki izgledajo ter se
obnasˇajo enako kot namizne aplikacije. Vse poteka znotraj ene strani, menja
pa se le vsebina preko asinhronih klicev.
AngularJS nam olajˇsa tudi delo v arhitekturi MVC kar poenostavi tako
razvoj kot testiranje. MVC je arhitekturni model za implementacijo upo-
rabniˇskih vmesnikov [8]. Aplikacijo deli na tri medsebojno povezane dele
ter s tem locˇi notranjo reprezentacijo informacij od tega, kako jo je pro-
gram dobil od uporabnika ter kako je uporabniku predstavljena. Osnovna
komponenta je model, ki vsebuje podatke, pravila, logiko in funkcije. View
oziroma predstavitev je kakrsˇen koli izpis informacij (recimo graﬁ, tabele,
...). Zadnji element je kontrolnik, ki povezˇe preostala dva dela. Kontrolnik
sprejema vnose uporabnika ter jih pretvarja v ukaze za model in view, kakor
je prikazano na sliki 3.3.
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Slika 3.4: Izgled spletne strani narejene s Twitter Bootstrap v velikem oknu.
3.6 Twitter Bootstrap
Twitter Bootstrap je zbirka orodij, ki nam olajˇsa izdelovanje spletnih aplika-
cij. Vsebuje oblikovne predloge, ki temeljijo na HTML in CSS, za tipografijo,
obrazce, gumbe, navigacijo in ostale komponente za razvoj vmesnika kot tudi
JavaScript razsˇiritve [10]. Bootstrap podpira vse novejˇse verzije glavnih br-
skalnikov.
S pomocˇjo Twitter Bootstrapa lahko zelo enostavno zgradiˇs dinamicˇno
in odzivno spletno aplikacijo. Z uporabo njegovih predlog za razlicˇne kom-
ponente smo vgradili lepe in odzivne drsnike, gumbe in vnosna polja. Vsi
elementi so zelo odzivni in uporabniku s subtilnimi spremembami sporocˇajo,
kaj se dogaja, prav tako je zelo enostavna vgradnja sporocˇil o pravilnosti upo-
rabnikovih vnosov. Twitter Bootstrap nam tudi olajˇsa izgradnjo aplikacije,
katere izgled se prilagaja velikosti uporabnikovega zaslona (ali brskalniˇskega
okna). Ob spremembah velikosti okna se vsi elementi lepo porazdelijo ter
spremenijo obliko tako, da sˇe vedno ohranijo funkcionalnost, svoj izgled pa
prilagodijo novim razmeram. Primer lahko vidite na slikah 3.4 in 3.5.
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Slika 3.5: Izgled iste spletne strani iz slike 3.4 v malem oknu.
Poglavje 4
Theme Editor
Na projektu sem sodeloval prav na vseh podrocˇjih. Od zasnove arhitekture,
zipanju paketov, spreminjanju klienta, a najvecˇ cˇasa in dela sem namenil ure-
jevalniku izgleda, ki smo ga poimenovali Theme Editor. Kot sem zˇe omenil,
nam sama zasnova omogocˇa dve vrsti prilagoditve uporabniˇskega vmesnika.
V prvi vrsti definiramo delovanje in postavitev uporabniˇskega vmesnika, to-
rej definiramo predlogo. Na tej predlogi pa potem z nastavljanjem barv, slik
in animacij spreminjamo sam izgled dolocˇenih elementov, torej spreminjamo
temo. Za vsako predlogo lahko naredimo poljubno sˇtevilo tem. Theme Editor
je spletna aplikacija, ki nam omogocˇa kreiranje in urejanje tem.
Pred razvojem tega sistema to nista bili dve locˇeni entiteti. Vsak vmesnik
je bil hkrati predloga in tema, koda pa se je prepletala. Prva naloga je torej
bila locˇitev zapisa uporabniˇskega vmesnika na dva locˇena dela, ki bi spre-
minjanje izgleda uporabniˇskega vmesnika iz dela programerja spremenila v
administrativno delo. To omogocˇa hitrejˇse, enostavnejˇse in uporabnikom pri-
jaznejˇse spreminjanje. Ponudnik IPTV ne rabi vecˇ zaprosˇati za spremembe,
kar mora potem nekako priti v razvojni cikel, ter potem cˇakati na nov paket
ter ga postaviti na sistem.
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4.1 Definicija Predloge
Da lahko urejevalnik tem sploh deluje, potrebuje predlogo, nad katero po-
tem dela spremembe. Predloga je definirana v notaciji JSON in opisuje vse
vizualne elemente, ki jih lahko spreminjamo. Dejansko opiˇsejo zbirko HTML
oblikovnih parametrov, ki so nam na voljo za spreminjanje, hkrati pa zˇe vse-
bujejo privzete vrednosti za te parametre. Poglejmo si primer take definicije.
Primer 4.1 Majhen del kode, ki opisuje predlogo.





{ "name": "Color", "selector": ".svg", "type": "color", "value": "#ffffff" },
{ "name": "Weight", "selector": ".svg", "type": "font-weight", "value": "normal",
"constraint": {"list-range": ["normal", "bold"]} },
{ "name": "Font", "selector": ".svg", "type": "font-family", "value": "Caius",






{ "name": "Color", "selector": ".text-alternative, .textAlternative,
.menuItem.selected", "type": "color", "value": "#0099cc" },
{ "name": "Weight", "selector": ".text-alternative, .textAlternative",
"type": "font-weight", "value": "normal", "constraint": {
"list-range": ["normal", "bold"]}
},
{ "name": "Font", "selector": ".text-alternative, .textAlternative",
"type": "font-family", "value": "Caius", "constraint": {
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"title": "Disabled UI text",
"changeable-properties": [
{ "name": "Color", "selector": ".text-disabled", "type": "color", "value": "#828282" },
{ "name": "Weight", "selector": ".text-disabled", "type": "font-weight", "value": "normal",
"constraint": {"list-range": ["normal", "bold"]} },
{ "name": "Font", "selector": ".text-disabled", "type": "font-family", "value": "Caius",




"title": "Text on color inverted background",
"changeable-properties": [
{ "name": "Color", "selector": ".text-contrasted", "type": "color", "value": "#0099cc" },
{ "name": "Weight", "selector": ".text-contrasted", "type": "font-weight",
"value": "normal", "constraint": {"list-range": ["normal", "bold"]} },
{ "name": "Font", "selector": ".text-contrasted", "type": "font-family", "value": "Caius",




"title": "Text on selected items",
"changeable-properties": [
{ "name": "Color", "selector": ".selected", "type": "color", "value": "#05c9ee" },
{ "name": "Weight", "selector": ".selected", "type": "font-weight", "value": "normal",
"constraint": {"list-range": ["normal", "bold"]} },
{ "name": "Font", "selector": ".selected", "type": "font-family", "value": "Caius",





V primeru (4.1) je del kode, ki opisuje predlogo. Dokument se zacˇne
z oznako meta v katerem so zapisani nekateri kljucˇni podatki kot so API
verzija, za katero je bila predloga narejena ter ime predloge. Title vsebuje
ime oziroma kratek opis lastnosti, za boljˇso orientacijo v uredniku. Group je
lahko nastavljen na common ali pa screen. Common pove, da gre za splosˇno
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lastnost, ki se uporablja na vecˇih mestih v graficˇnem vmesniku, v tem pri-
meru je to velikost in oblika teksta, screen pa nakazuje da gre za specificˇen
del vmesnika, na primer prijavno okno. Nadalje so opisani parametri tega
elementa, ki jih lahko spreminjamo in njihove privzete vrednosti. V tem
primeru definiramo stil teksta, kot cˇe bi npr. napisali text { ... } v CSS
datoteki. Nadalje imamo definirane alternativne nastavitve za tekst, katere
se potem odrazˇajo na alternativnih CSS razredih.
Obstaja nekaj pravil:
• Graficˇni elementi (elementi tipa screen) ne smejo imeti alternativnih
common definicij.
• Spremenljive lastnosti izbirnika pri razlicˇnih elementih morajo biti uni-
katne znotraj podrocˇja delovanja.
• Definiran je samo en izgled, toda posamezni gradniki se lahko nahajajo
kjerkoli znotraj paketa.
• Struktura posameznega elementa je lahko globoka najvecˇ dve stopnji.
4.2 Spletni Urejevalnik
Spletni urejevalnik je samostojna spletna aplikacija za urejanje tem. Na
sliki 4.1 lahko vidimo, kako izgleda okno za urejanje predloge iz primera (4.1).
Na levi strani so glavne lastnosti teksta, na desni pa alternative, ki so v
predlogi napisane pod oznako leaf.
4.2.1 Uporaba
Ko odpremo urejevalnik se iz paketa nalozˇi tema. Paket je arhiv datotek, ki so
zapakirani v majhen paket WAR. V paketu so SVG datoteke uporabniˇskega
vmesnika, vse potrebne slike, definicija teme in vse njene razlicˇice. Ko apli-
kacija prebere paket skonstruira kontrolne elemente za izbrano temo (kot je
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Slika 4.1: Izgled urejevalnega okna za definicijo iz primera (4.1).
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Slika 4.2: Enostaven prikaz IO dela urejevalnika izgleda klienta IPTV.
vidno na sliki 4.1). Na levi strani je menu v katerem izberemo kaj bi radi
urejali, na desni pa so elementi, ki nam omogocˇajo spreminjanje videza.
Nato lahko zacˇnemo z urejanjem. Izberemo lahko zˇe obstojecˇo variacijo
teme ali pa zacˇnemo z novo. Na sliki 4.3 lahko vidimo trenutni izgled klienta.
V naslednjih korakih bomo spremenili njegov izgled. Cˇe nimamo sˇe nobene
razlicˇice teme, bomo imeli v zgornem levem kotu zavihek z napisom untitled.
Z dvojnim klikom se nam odpre okno, kjer lahko spremenimo ime novonastali
razlicˇici teme 4.4.
Sedaj ko smo poimenovali temo bomo spremenili nekaj elementov. Cˇe se
spomnimo dela kode predloge iz primera (4.1) vemo, da je opisovala tekstovne
lastnosti. Spremenimo torej barvo in tip pisave, kakor prikazuje slika 4.5, po-
novno pozˇenimo klienta, da se nalozˇijo nove datoteke in poglejmo spremembe
na sliki 4.6. Vidimo da so barve vseh tekstov spremenjene, prav tako pisava.
Ura v desnem kotu uporablja alternativno nastavitev in je sedaj torej napi-
sana z zeleno barvo v odebeljeni pisavi.
Poleg teh splosˇnih elementov ima glavni menu sˇe svoj razdelek znotraj
te predloge. To pomeni, da imamo v predlogi definiran element s skupino
screen za glavni menu. V njej najdemo opis za ozadje glavnega menuja
in cˇe odpremo ta razdelek v Theme Editorju, lahko vidimo dve kontroli za
dolocˇanje gradienta (slika 4.7). Rezultat vseh sprememb lahko vidite na
sliki 4.8.
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Slika 4.3: Izgled vmesnika z odprtim menujem. Na komunikatorju bi se
namesto zelene barve v ozadju predvajal video.
Slika 4.4: Okno za poimenovanje teme. Theme name je ime teme in predsta-
vlja ime po katerem jo bo sistem poznal. Theme Title je namenjen za ljudem
bolj prijazna imena/opise.
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Slika 4.5: Spremenili smo barve, tip in debelino pisave.
Slika 4.6: Izgled uporabniˇskega vmesnika po spremembah na sliki 4.5.
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Slika 4.7: Spreminjanje ozadja glavnega menuja. Na sliki vidimo tudi orodje
za nastavljanje gradientov
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Slika 4.8: Koncˇni rezultat vseh sprememb.
4.2.2 Delovanje
V prejˇsnjem poglavju smo pokazali uporabo urejevalnika na primeru, nismo
pa povedali skoraj nicˇ o procesih, ki se odvijajo v ozadju. V tem poglavju
bom na istem primeru uporabe predstavil sˇe to.
Najprej torej odpremo urejevalnik. V ozadju se poiˇscˇe definicija teme 4.9.
Definicija teme je, kot je prikazano v primeru (4.1), zapisana v formatu JSON
in opisuje vse akcije, ki jih je administrator zmozˇen narediti. Ta definicija
se razcˇleni (parsa) z regex izrazi. Z regex izrazi torej dobimo pomembne
vrednosti iz dokumenta, hkrati pa predlogo tudi validiramo. Cˇe so v predlogi
napake, se na tem mestu izvajanje ustavi, uporabniku pa se skusˇa pomagati
z informativnimi sporocˇili o napaki, za katere najpogostejˇse napake vsebujejo
tudi predloge, kako problem resˇiti.
Cˇe je s predlogo vse v redu, se zgenerirajo kontrolni elementi. Cˇe imamo
zˇe kako razlicˇico teme za to predlogo, iz dodatne datoteke JSON te deviacije
pridobijo nastavitve in se kontrolni elementi urejevalnika nastavijo na te vre-
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Slika 4.9: Proces inicializacije Theme Editorja.
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dnosti, sicer se zgenerira nova razlicˇica s privzetimi vrednostmi iz predloge
in privzetim imenom. Naredi se nova datoteka JSON, ki vsebuje privzete
vrednosti, hkrati pa sˇe datoteka SVG, ki ima te iste vrednosti definirane v
brskalniku in komunikatorju prijaznem formatu SVG v obliki razredov CSS.
Skopirajo se tudi vse privzete slike oziroma reference nanje.
Vsakicˇ ko spremenimo parameter, se tema samodejno posodobi. Theme
Editor v ozadju zgenerira novo verzijo SVG dokumenta, ki definira vse po-
trebne razrede CSS za oblikovanje vmesnika. Razredi so zgenerirani na pod-
lagi opisa teme, vrednosti pa so vzete iz urejevalnika. Primer zgeneriranih
razredov za nasˇo temo je za datoteko SVG prikazan v primeru (4.2), generi-
rano kodo JSON pa lahko vidite v primeru (4.3). Poleg razredov se generirajo
tudi nekateri graficˇni elementi.
V prejˇsnjem poglavju smo poleg teksta spremenili tudi ozadje glavnega
menuja. Spomnimo se, da je glavni menu v predlogi opisan kot screen in
ima v urejevalniku lastno okno v katerem smo lahko nastavili dva gradienta,
ki sta predstavljala ozadje menuja. Editor je za gradienta zgeneriral veljavno
kodo SVG, ki je predstavljena v primeru (4.4) ter JSON, ki je na ogled v
primeru (4.5).
Primer 4.2 Razredi CSS iz datoteke SVG teme ”diploma”, ki smo jo naredili











Primer 4.3 Datoteka JSON, ki se je zgenerirala, ko smo naredili nasˇo va-
riacijo teme, poimenovano ”diploma”. Vse vrednosti so aktualne.


















































Primer 4.4 SVG za ozadje glavnega menuja.
<linearGradient id="screen-main-menu-left"
spreadMethod="pad" gradientTransform="rotate(0)">
<stop stop-color="#db01ff" offset="0%" stop-opacity="0.49"/>




<stop stop-color="#000000" offset="10%" stop-opacity="0.71"/>
<stop stop-color="#8f00ff" offset="100%" stop-opacity="0.49"/>
</linearGradient>
Primer 4.5 JSON za ozadje glavnega menuja.
"screen-main-menu": {
"#screen-main-menu-left": {
"gradient": "linear(0, #db01ff7d 0%, #000000b5 90%)"
},
"#screen-main-menu-right": {
"gradient": "linear(0, #000000b5 10%, #8f00ff7d 100%)"
}
}
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Slika 4.10: Proces osvezˇevanja teme ob spremembah v Theme Editor.
Vse spremembe so torej zˇe sprocesirane in shranjene v datotekah nasˇe
variacije poimenovane ”diploma”. Sedaj moramo le sˇe ponovno zagnati nasˇ
komunikator in na zaslonu se bo izrisal nov zaslon. Logika hkrati tudi pre-
gleda, cˇe verzija middleware-a ustreza verziji GUI. Cˇe je vse vredu, se zge-
nerira paket, ki se potem odlozˇi na CDN 4.10.
Primer (3.2) in slika 3.1 sta predstavljata zelo enostaven primer, ki ne
pokazˇe zmogljivosti vektorske grafike in formata SVG. Na sliki 3.2 lahko
vidite nekoliko kompleksen primer, ki je dostopen tudi na internetu [6].
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Poglavje 5
Dosedanji razvoj
V fazi nacˇrtovanja smo projekt razdelili na dva dela. V prvem delu smo se
odlocˇili narediti urejevalnik predlog, v drugem delu pa bi omogocˇili popolno
prilagodljivost delovanja klienta s pomocˇjo konfiguracijskih datotek.
Do sedaj smo naredili prvi del, torej urejevalnik predlog, kar zajema:
• specifikacija za GUI,
• spletni urejevalnik,
• sistem za dinamicˇno serviranje predlog SVG,
• OpenAPI metode za deljenje konfiguracij predlog SVG,
• prototip predloge na novem sistemu.
Ta del je v veliki meri zakljucˇen, nismo pa se sˇe lotili drugega dela, ki bi
projektu zagotovil veliko uporabnost in prilagodljivost.
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Poglavje 6
Sklepne ugotovitve
V diplomskem delu smo naredili sistem za upravljanje izgleda klienta IPTV.
Ta zajema prenovo klienta, nov strezˇnik za serviranje predlog, nov nacˇin
pakiranja datotek in neodvisnost prikazovanja.
Z novim sistemom smo prevetrili delo pri prilagajanju izgleda klienta.
Naredili smo mocˇan urejevalnik tem, ki omogocˇa hitre spremembe videza in
to mocˇ prenese s programerjev na administratorje sistema. Locˇili smo logiko
od prestavitve ter omogocˇili vecˇjo prilagodljivost uporabniˇskega vmesnika, ki
sedaj omogocˇa tudi spremembe v obnasˇanju. Odstranili smo potrebo po po-
novnih namestitvah ob spremembah uporabniˇskega vmesnika. Vgradili smo
model MVC, ki je zmanjˇsal kolicˇino dela ob spremembah na middlewareu.
V prihodnosti zˇelimo podpreti sˇe razlicˇne nacˇine izrisovanja, kot je recimo
HTML5, ter tako z isto aplikacijo podpreti tudi mobilne naprave ter celoten
sistem zdruzˇiti z zˇe obstojecˇim administrativnim orodjem, saj sedaj tecˇe kot
samostojna aplikacija.
Sistem smo zˇe predstavili nekaterim strankam in po sejmih, kjer so bili
odzivi zelo pozitivni. Konec koncev gre za prvi realnocˇasovni urejevalnik
izgleda za IP televizijo.
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