ABSTRACT
INTRODUCTION
Web-enabled information systems present a particular challenge to interoperability because they are strongly heterogeneous in terms of their application domains, as well as their modeling languages. We propose to use metamodeling environments for development of web-enabled information systems. Metamodeling is extensively used in information system analysis and design as a powerful mechanism for abstraction. The abstraction enables modelers to describe complex systems, e.g., systems that provide many different user-specific functionalities and complex services (including distribution of resources, concurrency, etc.). Furthermore, the design phase itself is being carried out under stringent requirements, e.g., making software reuse possible, providing formal toolboxes for simulation and validation of models, and automatically generating code from formal specifications. In such a demanding context, abstraction is carried out by two complementary mechanisms: abstraction by conceptualization and abstraction by projection. An overview of such abstraction mechanisms follows.
Abstraction by conceptualization strives to structure a given description of an information system into several layers that constitute a metamodeling architecture. Many modeling environments refer to OMG's metamodeling architecture, depicted in Figure 4 , which goes beyond the two-layer description of databases by proposing four layers: instance, model, metamodel and meta-metamodel layers.
• The metamodel layer describes-at an abstract level-an application domain. More precisely, the metamodel layer defines which modeling constructs are to be used for modeling of information systems belonging to a given application domain. For example, the profiles of OMG are standard extensions of the UML metamodel that are dedicated to specific application domains. In Selic and Rumbaugh (1998) , the authors propose three main constructs-capsule, port and connector-for their extension of UML to real-time modeling. They explain the need for a new construct port: "Although ports are boundary objects that act as interfaces, they do not map directly to UML interfaces. A UML interface is purely a behavioral thing-it has no implementation structure. A port, on the other hand, includes both structure and behavior." • The meta-metamodel layer describes how the real world is seen. A metametamodel encompasses a high-level description of the underlying logics (e.g., boolean or modal logics), a particular time model or spatial model which will be used to capture the semantics of the real world. For example, Price et al. (1999) propose "a range of different semantics and models for space, time, and change processes". Abstraction by projection relies upon two principles: separation of concerns (Mili et al.,1995) and combination of concerns (Bezivin,1998) . Separation of concerns is implemented through a multi-view model which encompasses orthogonal views of the system. As pointed out by Geisler et al. (1998) , different views of such a model are syntactically independent yet they are semantically coupled. For example, in a UML-based metamodeling architecture, a metamodel provides modelers with a multi-view model of an information system which encompasses nine diagrams for description of the system: • The user view (Use Case Diagram) describes a system as a set of its main functionalities (called use cases) that are offered to different types of users (called actors). Generally, the user view outlines-through traceability information-relationships between functionalities and classes.
•
The structural view (Class and Collaboration Diagrams) forms the core of the static description of a system. The Class Diagram presents a system in terms of entities and their "semantically strong" relationships and dependencies (i.e., conceptual dependencies that are noticeable between instances, such as compositions or aggregations, as well as contextual dependencies that are due to signatures of methods). The Collaboration Diagram describes "semantically weak" relationships and dependencies such as roles between entities (Selic & Rumbaugh,1998) , as well as operational dependencies (i.e., dependencies that are due to bodies of methods: a method uses a local object belonging to another class (Desfray,1994) ).
The behavioral view (Sequence, Activity and State Charts Diagrams) describes the dynamics of a system. These diagrams establish (for a single class or for several classes) protocols through which objects communicate and interact. The Sequence Diagram is dedicated to description of purely sequential object-level activities, while the Activity Diagram describes main patterns of complex internal interactions (including synchronization of parallel actions). The StateCharts Diagram formally expresses behavior of a class in terms of a state machine, and thus facilitates formal verification.
The physical view (Components and Deployment Diagrams) describes a system in terms of a set of physical components (data, code and documentation modules) which are located on hardware nodes and related by physical links, i.e., network connections.
• The instance view (Object Diagram) presents a system in terms of related objects. The Object Diagram is a snapshot of the system, as well as an instantiation of the Class Diagram. The above orthogonal views need to be combined in order to provide a consistent specification of a system, which is called combination of concerns. The combination of concerns must guarantee that these views are consistent which each other, and that each piece of information appears in at least one of the proposed views. In order to verify meaningfulness of multi-view models, two main approaches have been proposed. The first one (Falcon et al.,1999) is an "a posteriori" approach that checks each model separately. In this approach, the metamodel implements separation of concerns, (i.e., defines a set of views to be used) but not combination of concerns. In the second approach, which is used in many metamodeling architectures (Breu et al.,1997; Clark & Evans,1998; Cook et al.,1999) , the metamodel of a modeling language implements both the principle of separation of concerns and that of combination of concerns: the metamodel defines a set of views to be used and guarantees that the combination of those views will be meaningful.
Overview of the Chapter
Through the above abstraction mechanisms, metamodels appear to be a major tool for analysis and design of information systems. Metamodeling architectures are becoming a backbone of modeling environments in which the modeling is carried out by a two-stage process: first, defining a convenient metamodel for an application domain, and second, building a model of an application as an instantiation of the application-domain metamodel. We propose to use metamodeling-and its abstraction mechanisms-for modeling of web-enabled information systems and achieving their interoperability. Abstraction by projection allows us to describe user-specific features of webenabled information systems and their security aspects more accurately. Abstraction by conceptualization allows us to define abstract bases of agreement for interoperability of web-based information systems. In the next section, we present a two-fold point of view on web-enabled information system development (e.g., analysis and design, and interoperability of information systems) from which we derive a structure for web-enabled frameworks. Then we present our UML-based proposal for various components of such a framework. The last section discusses future developments of metamodeled web-based information systems.
CONTEXT FOR WEB-ENABLED INFORMATION SYSTEMS
Web-enabled information systems lie at the crossroads of two major trends of software engineering: analysis and design, and interoperability. They are presented in the two following sections. Then from these two trends, we derive our perspective on web-enabled information systems.
Modeling Environments for Analysis and Design
The increasing interest in UML made it possible to develop a large number of modeling environments, both in the academia and the industry. These environments rely upon a core component which is dedicated to elaboration of metamodels and models (description of different views, editing of documentation, etc.). Based upon the overall objectives of an environment, additional toolboxes have been proposed. We distinguish two main families of modeling environments:
• Formal-oriented environments (see Figure 1 .a) propose specification toolboxes which provide modelers with formal tools for validation and refinement of models. Validation of a model is essential in the sense that a formal specification (i.e., a specification complying with a formal syntax) may be incomplete or inconsistent. There is no real difference in quality between an informal specification and a formal but wrong specification.
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Formal tools allow modelers to guarantee the completeness and consistency of a formal specification (Clarke & Wing, 1996; Ober, 2000) . Furthermore, formal toolboxes make modeling environments more mature by providing new tools, e.g., for verification and test generation (Ammann & Black, 1999) . For example, the SRC environment uses model checking for analysis of software requirements and for production of specifications. Their formal work on underlying algorithms has allowed them to guarantee quality of such specifications.
• Programming-oriented environments (see Figure 1 .b) propose programming toolboxes which provide modelers with tools for generation of code (e.g., C++ or Java) from a model of a system. Most of the commercial products for UML-based modeling include such toolboxes. In many cases, the code generation is carried out from an unverified model; an error in the model is propagated into the code. For example, Nordstrom et al. (1999) have proposed a UML-based environment, called Model Integrated Computing (MIC), for generation of programs. MIC encompasses partial validation of the model. They have further extended MIC into a Generic Modeling Environment (Ledeczi et al.,2001 ). The evolution of major modeling environments seems to inherently proceed towards the integration of formal and programming tools (see Figure 2) . Modelers use the core component of modeling environments for defining a metamodel and a model. Then, they use formal tools for assuring that a correct specification is obtained from the model of an application. Finally, programming tools are used to translate the resulting specification into efficient code. 
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Interoperability of Information Systems
With recent developments in interoperability of information systems, a priori solutions are preferred; interoperability is no longer constructed "on the spot" by integration of participating information systems. The common knowledge is pre-determined and accepted by all participants; it is a basis of agreement. Each information system in the interoperating group communicates with the other systems by matching its own information against the basis of agreement. Bases of agreement can have very different structures: a common vocabulary or taxonomy, a common model, common protocols, etc. Two major trends arise in building bases of agreement:
• Domain-based solutions have already become common. They identify the common knowledge which is shared by all applications in a given domain, e.g., Guarino (1995) proposed to express such common knowledge in terms of a part-whole relation and a connection relation, called mereology and topology, respectively. Application domain descriptions are either picked up from a collection of existing descriptions or are produced from scratch. Such solutions comply with the reuse requirement which developed with the Object Orientation. Analysis and design itself evolves towards more general environments whose objectives are no longer restricted to producing a "private" model for a single application. Similarly, interoperability is built upon a basis of agreement generally related to an application domain. The SHOE project on Web ontology (Heflin, 2001) gives an example of such a domain-based approach.
• Metamodel-based solutions identify main concepts of each modeling language, e.g., O.O. classes and associations, relational tables and keys, etc. They organize these concepts into a common structure, e.g., an inheritance hierarchy. Such approaches are very appropriate as long as the set of concepts is stable enough; the common structure is defined first, and then formal tools-depending on the chosen structure-are applied in order to perform model translations. One of the major problems of such approaches is making their structure evolve in order to integrate new concepts. Alternative proposals organize the metamodels themselves by using the category theory (Fredericks et al., 1997) or hierarchy structures (Falkenberg & Han Oei, 1994) . UML-metamodeling is the first step towards re-integration of the above two trends since it provides an integrated architecture for expressing domain classes and metamodel constructs. For example, the OMG's profiles (OMG, 1999) encompass both metamodel-level constructs and model-level classes. In the following section, we define an integrated point of view on analysis and design, and interoperability of web-enabled information systems that is based
Consequences for Web-Enabled Information Systems
Web-enabled information systems require efficient and integrated solutions for analysis and design, and interoperability problems. Thus, we propose an integrated environment in which the "formal versus programming" structure of analysis and design is extended towards interoperability. Such an integrated environment, depicted in Figure 3 , encompasses five components:
• The core component is dedicated to elaboration of models and their documentation. This core component complies with the metamodeling approach: first defining a metamodel (for description of the application domain of information systems or the context of interoperability), and then describing the model itself.
•
The specification toolbox encompasses tools for formal operations on models: model checking, validation of models against users requirements, refinement of models, etc. By using those tools, modelers can produce a reliable specification of an information system. • The programming toolbox is used for generation and testing of executable code based upon a specification of an information system. • The formal interoperation toolbox produces an abstract basis of agreement from a set of specifications of interoperating information systems. In the following section, we present guidelines for construction of such abstract bases of agreement.
The agreement toolbox is used for generation of concrete bases of agreement from abstract bases of agreement.
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Figure 3: Modeling environments for interoperability and analysis and design
The following section presents the main features of a UML-based integrated environment for management of web-enabled information systems.
UML-METAMODELING AND WEB-ENABLED INFORMATION SYSTEMS
Several authors (de Lima & Price, 1998; Baumeister et al., 1999; Koch et al., 2000) have proposed UML extensions for the Web. Most of them provide modelers with new concepts for describing navigation. Yet, it is possible to go further by using UML metamodeling architectures. The following section emphasizes advantages of abstraction by projection for defining core components of modeling environments. The last two sections present our approach to specification toolboxes and formal interoperation toolboxes, respectively.
Our Approach to Core Components
Our UML-based core component allows designers to improve webenabled models by exploiting different views of UML models: • The user view is a major tool for providing various users with their specific views of a system. The Use Case Diagram establishes which type of users is authorized to use particular functionalities. According to the Unified Development Process (Jacobson et al.,1999) , use cases are first described and then used as a basis for determining the Class and Sequence diagrams of the UML model. By using the traceability information (between use cases and classes), it is easy to establish which classes are necessary for each type of users. Such information may be used for validating (or defining) user-specific views of the information system. •
The behavioral view of information systems (Sequence, Activity and StateCharts Diagrams) is becoming increasingly important for webenabled information systems. Since the use of these systems is no longer restricted to local and knowledgeable users, it is necessary to provide all users with a precise description of operations that can be activated. Many authors point out the problem of readability of behavioral descriptions for a casual user. Some authors propose alternatives, e.g., the "light-weight tools" of (Heitmeyer, 1998 ) whose users do not need "advanced mathematical training and theorem proving skills." • The physical view of a system (Component and Deployment Diagrams) has two major purposes. First, the description of physical components of a system, combined with the localization of these components on different sites (host machines), allows modelers to describe distribution of information. Second, the Deployment Diagram, which describes types of links between the sites, can be combined with models of interactions between system components in order to provide security specialists with information needed for design of security tools. See, for example, Jürjens' extension of the UML (Jürjens, 2001 ) for development of secure systems.
Our Approach to Specification Toolboxes
Our specification toolbox relies upon a UML-based metamodeling architecture which complies with the OMG's architecture, as depicted in Figure 4 . In order to make our notation more explicit, in the following discussion we
and L 3 the instance, model, metamodel and metametamodel layers, respectively. Consistent with this notation, we will attach a superscript (from 0 to 3) to each element that is localized on the corresponding layer of the metamodeling architecture.
We reorganize the two uppermost layers of the metamodeling architecture into a mirroring structure that consists of abstract descriptions (called modeling paradigms), possibly mixing several different languages, as well as concrete uni-language descriptions that are specializations of the UML metamodel. Both layers, as well as their relationship, are described below.
Meta-metamodel layer-Our meta-metamodel layer comprises modeling paradigms that describe-in terms of concepts that are interrelated by constraints-the semantics of the real world. As defined in Terrasse (2000) , a modeling paradigm mp is described-using the English language, logics and the Medvidovic et al. (1996) .
Modeling paradigms may use a number of concepts, each of them being described with more or less detail. For example, a modeling paradigm may use a unique concept of class, while another modeling paradigm may use different concepts such as interface, abstract class and implementation class. Thus, we define a partial-order relation between modeling paradigms as follows: a modeling paradigm mp 1 is subsumed by a modeling paradigm mp 2 , if both extended inclusion of concepts and subsumption of constraints are satisfied. Extended inclusion of concepts is defined in order to take into account generalization of concepts. Subsumption of constraints relies on the proof procedure. Our meta-metamodel layer is organized as a poset of modeling paradigms. We restrict the meta-metamodel layer to modeling paradigms that are subsumed by the general modeling paragraph gmp, as discussed below.
Metamodel layer-Our objective is to build our metamodel layer as a mirror of the poset of modeling paradigms: the generic modeling paradigm gmp is instantiated into the UML metamodel itself, and the other modeling paradigms are instantiated into specializations of the UML metamodel. Analogously to modelers' practice that extends the UML metamodel to various application domains (see Herrero et al., 2000 , for a detailed example), we use tailoring mechanisms of UML in order to instantiate modeling paradigms as metamodels. These tailoring mechanisms are constraints (written in the OCL language), tag values (additional components having pre-defined values and being attached to an existing UML-construct) and stereotypes (which use constraints and tag values for modification of a construct in order to create a new construct).
In Robbins et al. (1998) , the authors propose an extension of UML for C2-ADL which is related to the example given above. They define «C2-interface» as a stereotype of the UML interface with a tagged value (top, bottom). «C2-request» and «C2-notification» are defined as stereotypes of the UML operation with a constraint forbidding any return value. The tag values request and notification are used to distinguish requests from notifications. Similarly, «C2-connector» and «C2-component» are defined as stereotypes of the UML class, and a stereotype of the UML association is used to attach «C2-component» to «C2-connector». Thus, εl 2 (mm_C2) = {«C2-connector», «C2-component», «C2-interface», «C2-request», «C2-notification», …} and C
(mm_C2) contains instantiations of constraints of C 3 (mp_C2).
A two-fold mirroring structure-We require that our instantiation complies with the ordering of modeling paradigms so that our metamodel layer can mirror the meta-metamodel layer. An instantiation is said to be fully compliant if each modeling paradigm is mirrored by its instantiation into a metamodel and Figure 5: Our mirroring structure each ordering relation between modeling paradigms is mirrored by an inheritance relation between metamodels. Figure 5 presents an example of a fully compliant mirroring structure in which multiple inheritance is necessary (observe the construction of mm 6 from mm 2 and mm 5 ). See Terrasse and Savonnet (2000) for more details on the mirroring.
Our Approach to Formal Interoperation Toolboxes
Formal interoperation toolboxes aim at producing an abstract basis of agreement from which an actual basis of agreement can be obtained by instantiation. Our strategy consists of constructing an abstract basis of agreement in terms of a metamodel. As long as possible, the inheritance hierarchy of metamodels is used for such a construction. Since ancestors of a given metamodel are more general (they do not support that many extensions, and they are not subjected to that many constraints), it is likely that a common ancestor of two given metamodels is a good basis of agreement. For example, in Figure 5 , the common ancestor of mm 6 and mm 7 (i.e., mm 5 ) supports their common time extensions, yet it is independent of their specific extensions for modeling of spatial information and synchronization. As pointed out above, such a common ancestor can be ambiguous: it is thus possible that inconsistent choices are made in its descendants. We have to guarantee that the metamodel proposed as a basis of agreement is unambiguous. In case of failure, i.e., if no unambiguous metamodel can be extracted from the inheritance hierarchy, we use the meta-metamodel level to build a modeling paradigm for agreement. Due to our construction process, we can guarantee a nominal quality of our bases of agreement. However, semantic quality of the proposed basis of agreement is not guaranteed. In order to be able to evaluate this semantic quality, we need to measure semantic distance between formal metamodels (see Terrasse, 2000; Terrasse et al., 2001 ) for a comprehensive presentation of formal operations on modeling paradigms and metamodels.
CONCLUSION
As pointed out by Koch et al. (2000) , there is a consensus forming against "the classical approach of integrating all sources against a single common 'global' information model." Thus, metamodeling environments appear to be a winning proposition. Nevertheless, a major problem for metamodeling environments is to evaluate to which degree the modelers will be able to modify their way of thinking in order to include metamodeling in their modeling process. Below, we discuss two aspects of this issue.
A new concept of common knowledge -As pointed out by SCSC (1999), interoperability of information systems has to cope with the "bases of agreement versus pre-existing knowledge" problem: "A key issue is the nature of information. Without a shared context and common foundations of understanding there is no information-just a representation with no meaning shared between people." For a long time, database federation research has been exhibiting "boundary examples" where the commonly accepted pre-existing assumptions are no longer valid. Since the "basic system of reference is shifting from real organizations to virtual communities of interest" (Bodart, 1999) , the notion of a semantic domain with delimited boundaries no longer exists. Thus, the assumption of pre-existing knowledge appears to be a purely hypothetical point of view. This emphasizes the role of bases of agreement and, as a consequence, we are caught in a dead-end situation. According to SCSC (1999) , the solution might lie elsewhere: "There is, post-modernists would argue, no absolute foundation of our reality. Perhaps there are instead, elemental constructs in our way of thinking, the constructs that enable us to discern, interpret and understand information." We believe that the use of abstract bases of agreement opens such a new perspective. Let us present an example: patterns for graph dynamics have been proposed (Benslimane et al., 2000; Zhou et al.,2000) . They describe virtual networks in terms of a collection of functionalities. Each actual network is derived from a pattern by choosing a set of relevant functionalities. Such "patterns of dynamics" can be encapsulated, at the metametamodel level, as a global construct representing the common understanding of graph-based navigation.
A new role for domain experts-Using our proposal for metamodeling environments, domain experts will have to take charge of defining specific metamodels for each application domain, tuning algorithms for computing distances between metamodels, validating the poset of modeling paradigms, etc. All these tasks seem remote from classical roles of domain experts, which we discuss below. On one hand, Opdahl pointed out the need for information system architectures that can "fit with the enterprise's organization structure, culture, organizational centralization degrees and philosophy," and he developed a proposal for IS-architecture alignment (with respect to enterprises) in the RAISA project (Opdahl,1998) . In such a context, experts no longer need to construct ontologies by putting together "a high density of knowledge...with a comparably small number of concepts," but they need to work at the knowledge management level. On the other hand, due to the pressure of model evolution research, domain experts will have to establish relationships between semantically close descriptions of the real world. Thus, a new role for domain experts is emerging. First, they are supposed to express a domain-specific perspective on the real world in terms of abstract concepts that will be later translated into modeling concepts. Second, they are supposed to validate evolution of these modeling concepts in order to tune the domain descriptions (for a different, yet close domain or for the same domain at a later time).
At the first glance, introduction of metamodeling for web-enabled information systems appears to be a paradox. On one hand, metamodeling is very demanding in terms of a modeling framework, a modeling process, modelers' practice, experts' involvement, etc. That many requirements can make metamodeling unsuitable in the context of web-enabled information systems. On the other hand, metamodeling is aligned with the evolution of information technology, i.e., towards more abstract and more formal approaches, towards integrated frameworks, towards increasing involvement of domain experts. Since it is likely that web-enabled information systems will have to rely upon high-level technology in order to survive, the paradox is probably only apparent.
