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Abstrakt
Tato bakalářská práce se zabývá prezentací práce s verifikační platformou Questa od spo-
lečnosti Mentor Graphics při verifikaci číslicových obvodů. V úvodu práce jsou poskytnuty
základní informace o principech verifikace založené na formálních tvrzeních. V rámci práce
je uveden popis verifikačního nástroje Questa AutoCheck, který slouží k automatické kon-
trole obvodů a verifikačního nástroje Questa Formal, který slouží statické formální verifikaci
číslicových obvodů. Na sadě příkladů užití jsou demonstrovány jednotlivé možnosti využití
nástrojů při verifikaci konkrétního číslicového obvodu. V závěru práce jsou vyhodnoceny
možnosti aplikace těchto nástrojů v praxi.
Abstract
This bachelor thesis deals with presentation of capabilities of verification platform Questa
Static from Mentor Graphics company. The basic information about the principles of asser-
tion based verification is provided in the beginning. The thesis describes Questa AutoCheck
verification tool which is used for automatic verification of integrated circuits and Questa
Formal verification tool which is used for static formal verification of integrated circuits. The
set of examples is given to demonstrate various options of using these tools for verification
of a concrete integrated circuit design. In conclusion, the thesis evaluates the possibilities
of application of these tools in verification process.
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Kapitola 1
Úvod
Oblasť návrhu integrovaných obvodov (angl. integrated circuits) zažíva v posledných rokoch
obrovský pokrok z hľadiska kvality dostupných materiálov určených na ich výrobu. Techno-
logické napredovanie v oblasti integrovaných obvodov s trendom rastúcej hustoty integrácie
hradiel tranzistorov nám umožňuje vytvárať čoraz komplexnejšie obvody. S nárastom zloži-
tosti však prichádza otázka, akým spôsobom je možné posúdiť a overiť správnosť ich fun-
govania. Dôvodom je, že počet vzájomných závislostí medzi jednotlivými prvkami obvodu
rastie exponenciálne [7, s. 2].
Analýza požiadaviek výsledného obvodu a proces jeho návrhu predstavujú zložitú a
časovo náročnú úlohu. Štúdia z roku 2010 (The 2010 Wilson Research Group Functional
Verification Study) dokonca uvádza, že až 55 percent projektového času je venovaného na
verifikáciu, čo naznačuje, že verifikácia tvorí najdôležitejšiu úlohu v procese tvorby integro-
vaného obvodu. Verifikácia vo fáze návrhu zahŕňa najmä funkčné testovanie blokov obvodu,
rozpoznávanie kritických ciest, rozpoznávanie problémov s časovaním a ďalšie, pričom táto
fáza je realizovaná najmä formou simulácie.
V procese verifikácie obvodu vystupuje mnoho prístupov: funkčná verifikácia, formálna
verifikácia, verifikácia založená na formálnych tvrdeniach (angl. Assertion Based Verifi-
cation, ďalej len ABV), verifikácia kríženia hodinových domén (angl. Clock Domain Crossing
Verification ) a mnohé iné. Ako uvádza autor v [7, s. 2], funkčná verifikácia je v súčasnosti
jednou z najpopulárnejších a najpoužívanejších prístupov pri vývoji hardvéru, avšak pred-
stavuje zložitú a časovo náročnú úlohu pri návrhu akéhokoľvek integrovaného obvodu. Aj
keď trendy vo vývoji metód funkčnej verifikácie v posledných rokoch napredujú, stále exis-
tujú určité nedostatky, medzi ktoré patrí napríklad to, že nedokazuje korektnosť systému.
Preto je tento prístup často dopĺňaný ďalšími prístupmi, najmä formálnou verifikáciou, či
už vo forme tzv. kontroly modelu (angl. model checking) alebo ABV.
Táto práca sa zaoberá najmä technikou ABV a kladie si za cieľ podať čitateľovi základné
informácie, ktoré sú nevyhnutné pre pochopenie jej princípov. Následne predkladá čitateľovi
aplikáciu základných mechanizmov ABV pomocou experimentov založených na verifikačnej
platforme Questa od spoločnosti Mentor Graphics c©. Práca dokumentuje 2 reprezentatívne
nástroje, ktoré sú súčasťou tejto platformy. Výhody a nevýhody každého z nich budú pred-
vedené na verifikácii obvodu implementovaného v jazyku VHDL, ktorý obsahuje zámerne
zanesené chyby. V samotnom závere práce sú zhodnotené jednotlivé nástroje z pohľadu
užívateľskej prívetivosti, ale aj vhodnosti použitia pre konkrétnu verifikačnú úlohu.
Práca je rozdelená do niekoľkých kapitol. Kapitola 2 je venovaná verifikácii založenej na
formálnych tvrdeniach. Obsahuje teoretické informácie o princípoch využívaných vo verifika-
čných prístupoch. Jednotlivé podkapitoly sú venované objasneniam nasledujúcich pojmov:
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formálne tvrdenie, simulácia, funkčná verifikácia a formálna verifikácia. Posledná podkapi-
tola prezentuje techniku štyroch pilierov ABV. Kapitola 3 obsahuje úvod do verifikačnej
platformy Questa a jednotlivé podkapitoly sú venované prezentácii teoretických informácií
o verifikačných nástrojoch, ktoré sú súčasťou platformy. Kapitola 4 obsahuje informácie o
testovacom obvode, ktorý je využitý na predvedenie verifikačných vlastností jednotlivých
nástrojov. Kapitola 5 sa venuje samotnej analýze jednotlivých nástrojov, pričom každý z
testovacích nástrojov tvorí práve jednu podkapitolu. Kapitola 6 sumarizuje výsledky práce
a naznačuje možnosti jej rozšírenia.
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Kapitola 2
Verifikácia založená na formálnych
tvrdeniach
Ako bolo spomenuté v úvode, verifikácia založená na formálnych tvrdeniach (ďalej len ABV)
je jednou z metód využívaných pri procese verifikácie hardvérových systémov. Jej podstatu
tvorí využitie formálnych tvrdení (angl. assertions) v procese simulácie (testbench), funkčnej
verifikácie, ako aj formálnej verifikácie.
2.1 Formálne tvrdenie
Formálne tvrdenie je výraz v temporálnej logike, ktorý zachytáva chovanie obvodu v si-
mulačnom čase. Toto tvrdenie musí byť overené a vždy platné. Jeho úlohou je zabezpečiť
konzistenciu medzi tým, čo si návrhár kládol za cieľ vytvoriť a čo bolo v skutočnosti im-
plementované [6, s. 3]. Ako je ďalej uvedené v [6, s. 6–7], formálne tvrdenia využíva pri
návrhu obvodov množstvo veľkých spoločností z oblasti návrhu a predaja hardvéru. Tieto
informácie naznačujú, že pokiaľ sú formálne tvrdenia súčasťou verifikačnej metódy, tak sú
schopné odhaliť významné množstvo chýb v obvode.
Existujú dva prístupy ako vložiť formálne tvrdenia do verifikácie:
• vytvoriť vlastné formálne tvrdenia v špecializovaných jazykoch (angl. language-based
assertions). Formálne tvrdenia sú popísané v jazyku s jasne definovanou syntaxou
a sémantikou. Medzi hlavných predstaviteľov patria jazyky PSL (Acellera’s Propety
Specification Langugage) a SVA (SystemVerilog Assertion). Jazyk PSL je nezávislý od
použitého jazyka pre popis hardvéru - podporuje jazyk VHDL, ako aj jazyk Verilog.
Je vhodný pre zachytenie temporálnych vlastností obvodu. Použitím týchto jazykov
dokáže používateľ vytvoriť komplexné formálne tvrdenia, predtým je však potrebné
sa naučiť a následne ovládať vyššie spomenuté jazyky.
• využiť už vopred vytvorené formálne tvrdenia z dostupných knižníc (angl. library-
based assertions). Obsahujú bežne používané formálne tvrdenia, tým pádom preko-
návajú nutnosť sa naučiť jazyky založené na formálnych tvrdeniach. Medzi známe a
používané knižnice patria: OVL (Open Verification Library) - obsahuje približne 30
kategórií formálnych tvrdení, SystemVerilog Assertion Library - obsahuje asi 50 kate-
górií a CheckerWare Library, ktorý obsahuje približne 70 kategórií, medzi ktoré patria
napríklad (angl. scoreboard processes, data integrity cases, arbitration schemes, CDC
protocols).
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Príklad zápisu formálneho tvrdenia je uvedený na obrázku 2.1:
Obrázok 2.1: Príklad zápisu formálneho tvrdenia.
Na nasledujúcom príklade sú znázornené jednotlivé formy zápisu formálneho tvrdenia
nachádzajúcom sa v jednoduchom obvode radiča DMA (angl. Direct memory access).
”
Vyrovnávacia pamäť DMA radiča nesmie pretiecť (ak je plná, nesmie prebehnúť zápis)“.
Formálne tvrdenie v jazyku SVA:
property dma buffer overflow;
@(posedge dma clk)
not (fifo full && fifo write);
endproperty
assert property (dma buffer overflow);
Formálne tvrdenie v jazyku PSL:
property dma buffer overflow =
never (fifo full and fifo write) @ (posedge dma clk);
assert dma buffer overflow;
Formálne tvrdenie z knižnice OVL:
dma buffer overflow assert fifo index
#(4, 16) // severity level, depth
(dma clk, dma rst, push, pop);
Formálne tvrdenie z knižnice CheckerWare:
/∗ 0in fifo -enq push -deq pop depth 16 -severity 4
-name dma buffer overflow ∗/
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2.2 Simulácia obvodu
Simulácia je jednou zo základných verifikačných metód, ktoré sú využívané pri verifikácii.
Hardvérový systém, ktorý je potrebné verifikovať je prevedený na softvérový model. Nad
týmto softvérovým modelom sú vykonávané experimenty za účelom zistenia chýb vysky-
tujúcich sa v obvode. Používateľ generuje alebo priamo vytvára simulačné vektory pomocou
ktorých sa snaží odhaliť chyby nachádzajúce sa v obvode. Výstupy zo simulácie sú kon-
trolované a porovnávané s referenčnými hodnotami, ktoré sa očakávajú na výstupe. Tento
spôsob verifikácie dokáže odhaliť skryté chyby, ktoré sa v obvode nachádzajú, nedokáže
však potvrdiť, že obvod už žiadne chyby neobsahuje. To znamená, že nedokazuje korektnosť
verifikovaného systému.
S narastajúcou zložitosťou verifikovaných obvodov rastie aj počet simulačných vektorov,
ktoré je potrebné vygenerovať. Simulácia zložitých obvodov je časovo náročnou úlohou,
kedy je používateľ obmedzený výkonom simulačného softvéru, ktorý je závislý od využitia
hardvérových prostriedkov.
Z týchto dôvodov je možné simuláciu využívať iba pre verifikáciu jednotlivých menších
častí verifikovaného obvodu.
2.3 Funkčná verifikácia
Funkčná verifikácia je založená na simulácii, pričom využíva ďalšie prídavné techniky za
účelom zefektívnenia verifikačného procesu. Medzi tieto techniky patrí:
• generovanie náhodných vstupných vektorov (angl. constrained-random stimulus
generation)
Simulačné vektory sú generované na základe sady obmedzujúcich podmienok (angl.
constraints), ktoré slúžia pre špecifikáciu hodnôt, ktoré môžu simulačné vektory nado-
búdať. Týmto spôsobom je možné sa zamerať na špecifickú oblasť obvodu, ktorú je
potrebné verifikovať.
• verifikácia riadená pokrytím (angl. coverage-driven verification)
Počas jednotlivých simulačných behov sú zaznamenávané štatistiky, ktoré sa následne
využívajú k interpretácii toho, ktoré stavy verifikovaného systému boli preverené.
Existuje viac typov pokrytí, ktoré sa v štatistikách sledujú: funkčné pokrytie (angl.
functional coverage), pokrytie kódu (angl. code coverage), pokrytie ciest (angl. path
coverage), pokrytie konečných automatov (angl. FSM coverage) a iné.
• verifikácia založená na formálnych tvrdeniach (angl. assertion-based verifi-
cation)
Pravdivosť formálneho tvrdenia je vyhodnocovaná počas celého simulačného behu v
každom kroku. Tieto formálne tvrdenia môžu byť použité za účelom kontroly rôznych
prvkov obvodu, ako napr. vstupno-výstupných rozhraní, kontroly kríženia hodinových
signálov atď. Tieto formálne tvrdenia plnia monitorovaciu úlohu a medzi prínosy ich
využitia patrí napr. okamžité rozpoznanie miesta v obvode, kde bolo formálne tvrde-
nie porušené.
• samokontrolné mechanizmy (angl. self-checking mechanisms)
Podľa špecifikácie verifikovaného systému sú vstupné vektory transformované na vý-
stupné nezávisle od vykonanej implementácie. Následne sa vykoná automatická kon-
trola reálnych výstupov verifikovaného systému s predpokladanými výstupmi. Medzi
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techniky samokontrolných mechanizmov patrí využitie referenčného modelu (anglické
označenie scoreboarding, oﬄine checking).
2.4 Formálna verifikácia
Formálna verifikácia poskytuje prostriedky pre dôkaz alebo vyvrátenie správnosti systému
vzhľadom k formálnej špecifikácii s využitím matematického modelu obvodu.
Formálna verifikácia však negarantuje konečnosť, to znamená, že formálne metódy nám
nemôžu garantovať, že proces verifikácie bude ukončený (najmä pre komplexné systémy).
Dôležitým faktom je, že aj v prípade, kedy formálna verifikácia celého systému zlyhá, je
schopná rozpoznať chyby počas svojho behu. Existuje viac typov verifikačných techník,
ktoré sa využívajú vo formálnej verifikácii. Medzi najdôležitejšie patria:
• kontrola modelu (angl. model checking)
Technika kontroly modelu prehľadáva stavový priestor verifikovaného systému za úče-
lom potvrdenia, či spĺňa požadovanú vlastnosť. Typicky je cieľom tejto techniky odpo-
vedať na nasledujúcu otázku:
”
Spĺňa model X vlastnosť Y?“ V prípade, ak je odpoveď
kladná, neexistuje žiadny vstup, ktorý by platnosť tejto podmienky mohol porušiť.
V prípade, ak je táto odpoveď záporná, tak výstupom je protipríklad (angl. counter-
example), ktorý má formu konkrétneho behu alebo vstupu, ktorý viedol k porušeniu
podmienky. Hlavným problémom je však stavová explózia (angl. state space explo-
sion). Pri využívaní tejto techniky je potrebná vysoká znalosť problematiky zo strany
používateľa z dôvodu správnej formulácie vlastností, ktoré je potrebné verifikovať, ako
aj z hľadiska porozumenia výsledkov verifikácie.
• statická analýza (angl. static analysis)
Statická analýza je technika, ktorá využíva vysokú úroveň automatizácie, pri analýze
zdrojoveho kódu verifikovaného systému. Pre svoj beh nepotrebuje model systému.
Dokáže verifikovať zložité systémy, medzi jej nevýhody však patrí napríklad spustenie
falošných alarmov.
• potvrdzovanie teorém (angl. theorem proving)
Ide o deduktívnu techniku, ktorá je podobná matematickému dokazovaniu teorém.
Tento prístup nie je automatizovaný a vyžaduje veľké úsilie zo strany používateľa.
2.5 Štyri piliere verifikácie založenej na formálnych
tvrdeniach
V dokumente [7, s. 4] nám autor uvádza metódu štyroch pilierov ABV. Ide o základné
metódy, ktoré slúžia k úspešnému vykonaniu procesu ABV:
• Pilier č. 1: Automatická kontrola tvrdení
Množina vopred definovaných formálnych tvrdení, ktoré sa nachádzajú v knižniciach
je aplikovaná v popise návrhu obvodu na úrovni medziregistrových prenosov (angl.
register-transfer level), ktorých cieľom je zistenie bežne sa vyskytujúcich problémov
a chýb, ako napríklad aritmetické chyby, chyby priradenia, chyby v konečných au-
tomatoch, atď. Automatická kontrola tvrdení uplatňuje formálne metódy za účelom
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statickej analýzy vnútorných štruktúr návrhu. Od ‘používateľa nie je vyžadovaná žiad-
na interakcia. Mnoho bežných chýb je možné detegovať rýchlo a jednoducho práve pri
použití tejto metódy. Diagram znázorňujúci automatickú kontrolu tvrdení sa nachá-
dza na obrázku 2.2.
Obrázok 2.2: Diagram znázorňujúci automatickú kontrolu tvrdení.
• Pilier č. 2: Statická formálna verifikácia
Do zdrojového kódu návrhu obvodu sú cielene vkladané formálne tvrdenia za účelom
zachytenia správania sa obvodu a vyjadrenia predpokladov. Využitie formálnych tvr-
dení dokáže poskytnúť okamžitú spätnú väzbu. Typicky je vykonávaná na blokovej
úrovni. Statická formálna analýza využíva formálne metódy za účelom dokázania (na
základne množiny predpokladov) alebo vyvrátenia (ukázaním protipríkladu) formál-
neho tvrdenia. Dokázanie formálneho tvrdenia znamená, že statická formálna veri-
fikácia (model checking) vykonala podrobný rozbor všetkých možných reakcií časti
obvodu vzhľadom k formálnemu tvrdeniu a rozhodla, že nemôžu byť porušené. Pro-
tipríklad znázorňuje situácie, pri ktorých je formálne tvrdenie porušené. Diagram
znázorňujúci statickú formálnu verifikáciu sa nachádza na obrázku 2.3.
Obrázok 2.3: Diagram znázorňujúci statickú formálnu verifikáciu.
• Pilier č. 3: Funkčná verifikácia a simulácia s využitím formálnych tvrdení
ABV využíva existujúce vytvorené simulačné prostredie. Používateľom vytvorené for-
málne tvrdenia (a tvrdenia využité pri automatickej kontrole) sú simulované s návr-
hom obvodu v testovacom prostredí. Počas simulácie sa monitorujú formálne tvrdenia
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vo vnútri verifikovaného obvodu a na jeho rozhraniach. V prípade porušenia formál-
neho tvrdenia je táto udalosť okamžite oznámená používateľovi. Nie je potrebné,
aby sa vzniknutý problém musel rozšíriť (propagovať) na výstupné rozhrania, kde
ich odhalí testbench. Verifikačné testovacie scenáre vo väčšine prípadov nepokrývajú
hraničné udalosti (angl. corner-case) a kritické štruktúry návrhu v dostatočnej miere.
Naopak formálne tvrdenia slúžia návrhárom k detekcii ťažko verifikovateľnej logiky.
Počas simulácie slúžia formálne tvrdenia aj k zbieraniu štatistík a informácií o pokrytí
testovaných oblastí za účelom potvrdenia, či daná oblasť bola dobre odsimulovaná.
Diagram znázorňujúci funkčnú verifikáciu a simuláciu s využitím formálnych tvrdení
sa nachádza na obrázku 2.4.
Obrázok 2.4: Diagram znázorňujúci simuláciu s využitím formálnych tvrdení.
• Pilier č. 4: Dynamická formálna verifikácia
Dynamická formálna verifikácia zapĺňa medzeru medzi statickou formálnou verifiká-
ciou a simuláciou. V každom započatom simulačnom cykle využíva zaujímavé interné
stavy (napr. tie v okolí pokrytého formálneho tvrdenia), ktoré boli overené testova-
cími vektormi za účelom odhalenia ďalších potenciálnych porušení formálnych tvrdení
v okolí týchto stavov. Namiesto vykonania hĺbkovej formálnej verifikácie v jednom
konkrétnom behu, vyberie určité simulačné vektory pre vykonanie plytkej formálnej
verifikácie. Táto metóda sa využíva pre odhalenie chýb v hraničných situáciách, ktoré
sú neodhaliteľné pre statickú formálnu verifikáciu v dôsledku stavovej explózie. Dia-
gram znázorňujúci dynamickú formálnu verifikáciu sa nachádza na obrázku 2.5.
Obrázok 2.5: Diagram znázorňujúci dynamickú formálnu verifikáciu.
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Kapitola 3
Úvod do verifikačnej platformy
Questa Static
3.1 Nástroj AutoCheck
Informácie uvedené v tejto podkapitole vychádzajú zo zdrojov [1] a [2].
Nástroj AutoCheck je súčasťou verifikačnej platformy Questa Static. Slúži na vykonanie
automatickej kontroly formálnych tvrdení, pričom využíva formálnu verifikáciu (konkrétne
statickú analýzu) pre odhaľenie porušení týchto tvrdení. Vykonáva formálnu analýzu i sek-
venčnej logiky. Obsahuje komplexné grafické rozhranie obsahujúce rôzne nástroje určené
pre ladenie, ako napr. editor zdrojových kódov, zobrazenie schém zapojenia, zobrazenie
logických hodnôt v čase (angl. waveform) a zobrazenie konečných automatov. Grafické
používateľské rozhranie poskytuje taktiež možnosť prehľadnej organizácie projektov, ktoré
obsahujú návrh obvodu s následnou možnosťou interaktívneho vykonania analýzy. Po vy-
konaní analýzy zobrazí používateľovi výsledky vo forme protokolu. U každej položky, kde
aplikácia odhalila chybu v návrhu, je uvedená úroveň závažnosti odhalenej chyby.
Automatická kontrola pozostáva z vykonania analýzy určitej časti obvodu za účelom
preverenia, či daná časť obvodu neporušuje niektoré z preddefinovaných formálnych tvr-
dení. Za časť obvodu je možné označiť široké spektrum: od jednoduchých signálov až po
komplexné obvody, akými sú napríklad konečné automaty. Preddefinované formálne tvr-
denia sú rozdelené do skupín, pričom tieto skupiny obsahujú široké rozpätie: za formálne
tvrdenie je možné označiť široký rozsah, od jednoduchý tvrdení, akým je napríklad
”
signál
A je zapojený“ až po komplexné tvrdenia ako napríklad
”
Konečný automat ABC prechádza
zo stavu A do stavu B“.
3.1.1 Typy automatickej analýzy
Jednotlivé formálne tvrdenia, ktoré sa kontrolujú počas automatickej analýzy sú rozdelené
do skupín. Tieto skupiny sú označené ako typy (angl. autocheck types) a každá skupina
(typ) začína prefixom, ktorý pozostáva z veľkých písmen (kapitálok). Zoznam jednotlivých
typov je uvedený v tabuľke 3.1:
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Prefix Popis typu
ARITH Aritmetická chyba.
ASSIGN Chyba v priradení hodnoty.
BLOCK Chyba v dosiahnuteľnosti bloku kódu.
BUS Chyba na zbernici.
CASE Chyba príkazu typu case.
CLK Chyba vo využívaní hodinového signálu.
COMBO Chyba spätnej väzby v kombinačnej logike - rychlá slučka.
FSM Chyba v konečnom automate.
FUNCTION Chyba vo funkcii.
INDEX Chyba indexu pola.
LATCH Detekcia výskytu pamäťového prvku latch.
LOGIC Chyba v zapojení signálu.
REG Chyba vo využívaní registra.
RESET Chyba v zapojení resetovacieho signálu.
SLIST Chyba v zozname citlivých premenných procesu sensitivity list.
X Chyba nejednoznačnej hodnoty signálu - stav X.
Tabuľka 3.1: Tabuľka prefixov.
V prípade, že automatická kontrola odhalí porušenie formálneho tvrdenia, oznámi to
používateľovi ako chybu spadajúcu do príslušného typu. Podrobný popis vyššie uvedených
typov sa nachádza v [2, s. 22].
3.1.2 Úrovne závažnosti porušení formálnych tvrdení
Z dôvodu rozlíšenia, kedy odhalená chyba spadajúca do vyššie uvedených typov predsta-
vuje kritickú chybu a kedy ide o chybu, ktorá má len výstražný (informačný) charakter,
zabezpečuje nástroj AutoCheck, ktorý zavádza 3 úrovne závažnosti:
Úroveň závažnosti Popis
porušenie Závažné porušenie formálneho tvrdenia.
varovanie Varovanie pri porušení formálneho tvrdenia.
informácia Informácia o porušení formálneho tvrdenia.
Tabuľka 3.2: Tabuľka závažnosti typov.
Každé porušenie formálneho tvrdenia môže nadobúdať práve jednu z týchto úrovní. V
istých prípadoch môže napríklad chyba spadajúca do typu
”
ARITH “ nadobúdať úroveň
”
porušenie“ a v istých prípadoch úroveň
”
varovanie“, podľa toho, v ktorej časti obvodu sa
chyba vyskytla a akým spôsobom môže ovplyvniť funkčnosť obvodu.
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3.1.3 Ignorovanie automatickej kontroly
Nástroj AutoCheck obsahuje možnosť ignorovania porušenia formálneho tvrdenia konkrét-
nej automatickej kontroly. Pre ignorovanie porušenia formálneho tvrdenia sa využíva direk-
tíva pre analýzu, ktorá označí konkrétne porušenie formálneho tvrdenia a nezobrazí ho v
skupine porušených pravidiel. Namiesto toho sa ignorované porušenie formálneho tvrdenia
zaradí do samostatnej skupiny nazývanej waived autocheck).
Pre využitie tejto možnosti môže existovať viac dôvodov. Napríklad, pokiaľ vieme o
konkrétnej chybe vo verifikovanom obvode a vieme aj čo danú chybu spôsobuje, ale z urči-
tého dôvodu ju nie je možné okamžite odstrániť, môžeme formálne tvrdenie, ktoré túto
chybu odhalilo označiť a ignorovať. Toto formálne tvrdenie už nebude figurovať v skupine
porušených formálnych tvrdení. Existujú dva spôsoby, ako ignorovať porušené pravidlo:
• využitím direktívy
”
autocheck report waive“,
• využitím grafického rozhrania.
Príklad direktívy, ktorá špecifikuje ignorovanie porušenia pravidiel spadajúcich do typu
”
ARITH “:
autocheck report waive -type ARITH∗ -module ∗ -name ignorovane
Vyššie uvedená direktíva odignoruje všetky porušenia pravidiel spadajúcich do skupiny
”
ARITH “ vo všetkých moduloch, ktoré sa budú analyzovať a zoradí ich do skupiny pome-
novanej
”
ignorovane“.
Pre vynútenie ignorovania porušeného pravidla je potrebné opätovne spustiť automa-
tickú kontrolu. Ignorované porušené pravidlá nebudú analyzované, čo v konečnom dôsledku
zníži čas potrebný pre vykonanie opakovanej kontroly.
3.1.4 Analýza
Samotná analýza obvodu pozostáva z troch nasledujúcich krokov:
1. preklad (kompilácia) návrhu obvodu,
2. vykonanie automatickej kontroly,
3. ladenie s využitím grafického použivateľského prostredia.
Tento proces je znázornený na obrázku 3.1)
V kroku číslo 1 je potrebné vykonať preklad zdrojových súborov návrhu obvodu. Na zá-
klade toho, v akom jazyku je verifikačný obvod popísaný, sa využívajú príkazy pre preklad
vcom (pre jazyk VHDL) a vlog (pre jazyk Verilog).
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Obrázok 3.1: Diagram znázorňujúci verifikačný postup.
V kroku číslo 2 je potrebné spustiť automatickú kontrolu návrhu. Táto kontrola sa sp-
úšťa využitím príkazu v režime tzv.
”
dávky“ (angl. batch mode):
qautocheck -c -do subor do
Podrobná syntax príkazu:
qautocheck -c -do {subor do |
”
prikazy“ }[-od cielovy priecinok ][-l subor log ]
-c Spusti príkaz v režime dávky
-do {subor do |
”
prikazy“ } Spusti postupnosť krokov špecifikovaných v DO skripte
-od cielovy priecinok Priečinok, ktorý bude obsahovať výsledky analýzy
-l subor log Súbor, ktorý obsahuje informácie o postupnosti krokov analýzy
Spustením vyššie uvedeného príkazu sa vykoná postupnosť krokov nachádzajúcich sa v
súbore, ktorého názov nasleduje za parametrom -do. Tento súbor, ktorý označíme ako
”
DO
skript“ pozostáva z postupnosti príkazov, ktoré sú napísané v skriptovacom jazyku Tcl.
Tento skript musí obsahovať minimálne tri bloky príkazov, pričom posledný, štvrtý blok je
nepovinný:
1. direktívy pre vykonanie analýzy (ako napr. ignorovanie automatickej kontroly určitých
typov),
2. konfiguračné príkazy pre analýzu,
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3. príkaz pre spustenie analýzy,
4. (nepovinné) príkazy pre spustenie pomocných nástrojov (napr. pre generovanie šta-
tistík alebo pomocných súborov).
Cieľom tejto práce nie je vyčerpávajúcim spôsobom objasniť spôsob vytvorenia DO skriptu,
podrobný popis sa však nachádza v [5, s. 147].
Výstupom analýzy je súbor
”
autocheck.db“, ktorý obsahuje jej výsledky.
V kroku číslo 3 je potrebné spustiť grafické používateľské rozhranie, ktoré slúži pre inter-
pretovanie výsledkov analýzy v grafickej reprezentácií za účelom ladenia obvodu. Grafické
rozhranie spustíme príkazom
”
qautocheck autocheck.db“. Grafické rozhranie sa otvorí
v novom okne.
3.1.5 Výsledky analýzy
Výsledky analýzy sa zobrazujú v jednotlivých oknách grafického užívateľského rozhrania.
Pravidlá, ktoré boli porušené počas automatickej kontroly sú zoradené podľa úrovne závaž-
nosti typov (3.1.1). Každá skupina obsahuje zoznam jednotlivých porušení pravidiel. Po
zvolení konkrétneho porušenia pravidla je možné po kliknutí pravým tlačidlom myši vyvo-
lať ponuku v ktorej je následne možné zobraziť detaily porušeného formálneho tvrdenia.
Po zvolení detailov aplikácia otvorí ladiaci nástroj (obrázok 3.2) (editor zdrojového kódu,
zobrazenie logických úrovní signálov v čase (angl.waveform), zobrazenie schém a zobrazenie
konečných automatov).
3.2 Nástroj Questa Formal
Informácie uvedené v tejto podkapitole vychádzajú zo zdrojov [3] a [4].
Questa Formal je nástroj určený na verifikáciu obvodov, ktorý vykonáva statickú for-
málnu verifikáciu s využitím formálnych tvrdení. Formálne tvrdenia je možné zapísať vyu-
žitím špeciálnych jazykov určených pre zápis formálnych tvrdení. Tento nástroj podporuje
dva špecializované jazyky:
• jazyk SVA,
• jazyk PSL.
Pre využitie formálnych tvrdení v procese verifikácie je možné použiť knižnice formál-
nych tvrdení (angl. assertion libraries). Tieto knižnice obsahujú preddefinované formálne
tvrdenia. Nástroj Questa Formal podporuje 3 knižnice, ktoré sú všeobecne využívané v
oblasti verifikácie:
• knižnica OVL (Open Verification Library),
• knižnica QVL (Questa Verification Library),
• knižnica CheckerWare.
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Obrázok 3.2: Zobrazenie jednotlivých ladiacich nástrojov aplikácie AutoCheck.
3.2.1 Formálne tvrdenia v jazyku SVA
Formálne tvrdenia zapísané v jazyku SVA je možné pripojiť k jazykom pre popis obvodov
VHDL a Verilog.
Pripojenie k jazyku Verilog
Pre pripojenie formálneho tvrdenia k obvodu popísanom v jazyku Verilog bez modifi-
kácie zdrojového kódu obvodu je potrebné špecifikovať formálne tvrdenie zapísané v jazyku
System Verilog v externom module. Modul špecifikujeme v rámci súbora System Verilog,
ktorý obsahuje formálne tvrdenia pomocou kľúčových slov
”
module nazov modulu “ a
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”
endmodule“. Pre následné pripojenie je potrebné využiť konštrukciu
”
bind“:
bind oznacenie verifikovanej jednotky externy modul instancia pripojenia;
Nasledujúci príklad pripája externý modul
”
assert increment“, ktorý obsahuje formálne
tvrdenia k verifikovanému obvodu
”
verified desing“ s inštanciou
”
increment instance“:
bind verified design assert increment (1, 2, 3) increment instance
(clk, rst, abc);
Obsah externého SVA modulu a súbory s príkazom bind sú odovzdané prekladaču
Questa Formal ako parameter, ktorý špecifikuje zoznam súborov Verilog (súbor obsahujúci
zoznam súborov).
Pre názornú ukážku uvedieme obsah súboru
”
assert.sv“ a
”
bind.v“:
> cat assert.sv
module check onehot(clk, rst, data);
property my data check;
...
end property;
my check: assert property (my data check);
endmodule
> cat bind.v
bind verified design check onehot(.clk, .rst, .data)
my data check(.clk, .rst, .data);
Súbory preložíme a spustíme analýzu nástrojom Questa Formal podľa nasledujúcich krokov:
> vlog verified design.v
> vlog assert.sv bind.v
> qformal -c -do ’’formal -compile -d verified design’’
Pripojenie k jazyku VHDL
Pre pripojenie formálneho tvrdenia k obvodu popísanom v jazyku VHDL bez modifi-
kácie zdrojového kódu obvodu je taktiež využívaná konštrukcia
”
bind“. V prvom kroku je
potrebné preložiť VHDL súbory pomocou prekladača
”
vcom“. Následne si vytvoríme súbor
typu System Verilog, ktorý bude obsahovať zoznam formálnych tvrdení. Na začiatku súboru
bude uvedená konštrukcia
”
bind“. Pomocou prekladača
”
vlog“ s parametrom
”
-cuname“
špecifikujem označenie súborov, ktoré obsahujú formálne tvrdenia. Pod týmto označením
budeme prekladaču nástroja Questa Formal oznamovať, ktoré súbory s formálnymi tvrde-
niami má pri analýze pripojiť. Príklad pripojenia súborov:
vcom -f zoznam vhdl suborov
vlog -sv assertions.sv -mfcu -cuname -moj bind ./assertions.sv
qformal -c -do ’’formal compile -d verifikovany obvod -cuname -moj bind’’
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Obsah súboru
”
assertions.sv“:
> cat assertions.sv
bind verified design assert verified design assertions verified design
(.clk(clk), .rst(rst), .data(data));
module assert verified design (clk, rst, data);
property my data check;
...
end property;
my check: assert property (my data check);
endmodule
Formálne kontrolné body
Pred vykonaní formálnej verifikácie je potrebné uviesť model verifikovaného obvodu do
počiatočnej konfigurácie. Každý formálny model obsahuje špeciálnu množinu bodov, ktorá
sa nazýva formálne kontrolné body (angl. formal control points), ktoré slúžia ako vstupné
rozhrania verifikovaného modelu. Za formálne kontrolné body sa považujú všetky vstupy
(vrátane resetovacích signálov) a výstupy verifikovaného modelu, okrem hodinových signá-
lov. Pri formálnej verifikácií sa kontrolujú iba tie formálne tvrdenia, ktoré sú aktivované
hodinovým signálom. V prípade konkrétneho formálneho tvrdenia sa formálna analýza snaží
nájsť takú postupnosť stimulov, ktorá vo výsledku spôsobí zlyhanie formálneho tvrdenia
alebo sa snaží nájsť dôkaz, že formálne tvrdenie je platné v prípade využitia akejkoľvek
postupnosti stimulov.
Inicializačná fáza
Inicializačná fáza slúži pre uvedenie verifikovaného modulu do fázy, z ktorej môže za-
čat formálna verifikácia. Špecifikuje sa pomocou špeciálneho inicializačného súboru, ktorý
obsahuje direktívy pre verifikovaný model. Formálne tvrdenia, ktoré zlyhajú počas iniciali-
začnej fázy sú ignorované vo výsledkoch formálnej verifikácie. Posledná direktíva uvedená
v inicializačnom súbore určuje počiatočný stav modelu pre formálnu verifikáciu. Príklad
inicializačného súboru:
// Zvol referencny hodinovy signal
$default clock clk
// Nastav hodnotu vsetkych vstupov na 0 okrem resetovacieho signalu
$default input value 0
rstn = 1
// Po 2 hodinovych cykloch zmen hodnotu resetovacieho signalu na 0
rstn = 0
3.2.2 Formálna verifikácia nástrojom Questa Formal
Formálna verifikácia je algoritmický proces analýzy verifikovaného obvodu za cieľom po-
tvrdenia alebo vyvrátenia formálnych tvrdení. V prípade vyvrátenia formálneho tvrdenia
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nástroj Questa Formal ponúkne používateľovi protipríklad, ktorý zobrazí ako postupnosť
stimulov, ktorá porušila formálne tvrdenie. Zoznam hodnôt týchto stimulov je uvedený
v tabuľke kontrolných hodnôt (angl. control point values table). Ak formálna verifikácia
nedokáže potvrdiť alebo vyvrátiť formálne tvrdenie, označí ho za nedokázateľné (angl. In-
conclusive). Pri vykonaní formálnej verifikácie nástroj Questa Formal ponúka používateľovi
doplňujúce informácie, ktoré môžu byť nápomocné pri riešení nedokázateľných tvrdení. Ďa-
lej ponúka možnosti vykonania implicitnej kontroly formálnych tvrdení na prázdnosť (angl.
Vacuity Check), reálnosť (angl. Sanity Check) a živosť (angl. Liveness Check).
Kontrola prázdnosti formálneho tvrdenia
Formálne tvrdenia, ktorú sú vyhodnotené ako prázdne (angl. vacuously proven) sú pre
formálnu verifikáciu neefektívné, nakoľko pri prázdnych formálnych tvrdeniach nikdy ne-
bude splnená podmienka predchodcu (L-hodnoty) a tým pádom nie je možné potvrdiť
nasledovníka (R-hodnotu). Pre znázornenie si uveďme nasledujúci príklad:
Vo verifikovanom obvode sa nachádza 32 bitový register, ktorého hodnota sa pri každej
nábežnej hrane hodinového signálu zvýši o 1. Uvažujme nasledujúce formálne tvrdenie:
property check;
@(posedge clk) (A==4 ##1 A==5 ##1 A==7) | => (A==8);
endproperty
assert property (check);
Toto formálne tvrdenie bude vyhodnotené ako prázdne, nakoľko vo formálnom tvrdení
požadujeme v predchodcovi, aby sa hodnota v registri A zmenila z 5 na 7.
Kontrola reálnosti formálneho tvrdenia
Kontrola reálnosti formálneho tvrdenia sa vykoná za účelom zistenia, či existuje taká
postupnosť stimulov, ktorá dokáže aktivovať formálne tvrdenia. Uvažujme formálne tvrde-
nie, ktoré môžeme symbolicky zapísať ako nasledujúcu implikáciu:
A | => B
Kontrola reálnosti postupuje nasledujúcim spôsobom: zabezpeč, aby sa vyskytovalo A
a v prípade, ak sa vyskytuje A, vyskytuje sa aj B. Kontrola reálnosti je úspešná v prípade,
ak formálna verifikácia dokáže nájsť takú postupnosť stimulov, pri ktorej sa vyskytuje ako
A, tak aj B.
Kontrola živosti
Formálne tvrdenie spĺňa podmienku živosti v prípade, ak obsahuje vlastnosť, ktorá sa
odohráva v neohraničenom čase. Pre zápis takéhoto formálneho tvrdenia, využívajú jazyky
špeciálny typ operátorov a konštrukcií. Pre demonštráciu si uveďme nasledujúce formálne
tvrdenie:
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property p;
@(posedge clk) disable iff (rst)
(request) | => (##[0:$] ack);
endproperty
P: assert property (p);
Vyššie uvedené formálne tvrdenie tvrdí, že po aktivácii signálu
”
request“ sa musí v
čase od 0 až nekonečno aktivovať signál
”
ack“. Vďaka využitiu konštrukcie
”
[0:$]“ formálne
tvrdenie spĺňa podmienku živosti.
Prehliadač vlákien formálnych tvrdení
Spoločnosť Mentor Graphics ponúka ako súčasť svojich simulačných nástrojov apliká-
ciu s názvom Assertion Thread Viewer, ďalej len ATV. Táto aplikácia ponúka možnosť
zobrazenia konkrétnych krokov, ktoré viedli k porušeniu formálneho tvrdenia. Poskytuje
používateľovi užitočné informácie o priebehu simulácie. Možnosti tejto aplikácie môžu byť
využité aj vrámci formálnej verifikácie.
V prípade porušenia formálneho tvrdenia nám formálna verifikácia poskytne protiprí-
klad, ktorý nám znázorňuje postupnosť krokov, ktoré viedli k jeho porušeniu. Aplikácia
ATV zobrazí porušenie formálneho tvrdenia ako postupnosť jednotlivých krokov v grafic-
kej reprezentácii vo forme tzv. vlákien. Zobrazenie v aplikácii ATV môže slúžiť ako dobrý
náprotivok k prehliadaču logických úrovní signálov (Waveform viewer). Na obrázku 3.3 je
vidieť zobrazenie porušenia nasledujúceho formálneho tvrdenia, ktoré nastalo v čase 700 ns:
@(posedge clk) disable iff (rst)
$rose(reg) | => (lck) [∗1:2] ##1 gnt;
Obrázok 3.3: Zobrazenie aplikácie ATV [4, s. 79].
Aplikáciu ATV je možné spustiť z používateľského grafického rozhrania aplikácie Questa
Formal pre formálne tvrdenia, ktoré boli porušené. Formálne tvrdenie je v aplikácii ATV
zobrazené pomocou stromovej štruktúry v ľavej časti obrazovky. V tejto stromovej štruktúre
je možné zobraziť detaily jednotlivých častí formálnych tvrdení, ktoré sa následne vykreslia
do tzv. vlákien. V spodnej časti obrazovky sa nachádzajú hodnoty jednotlivých objektov
v konkrétnych časoch, ktoré sú súčasťou formálneho tvrdenia. V ľavej časti obrázku 3.3 je
vidieť formálne tvrdenie, ktoré je rozdelené do stromovej štruktúry.
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Výsledky verifikácie
Výsledky formálnej verifikácie sú zobrazené v okne so zoznamom aplikovaných formál-
nych tvrdení (angl. Properties), ktorý je uvedený na obrázku 3.4. Formálne tvrdenia sú
zoradené podľa typov, ktoré určujú výsledok formálnej verifikácie. Rozdelenie formálnych
tvrdení podľa typov je uvedené v tabuľke 3.3. Vedľa stĺpca určujúceho typ formálneho tvr-
denia je uvedený výsledok kontroly reálnosti formálneho tvrdenia. Hodnoty, ktoré môže
tento výsledok nadobúdať sú uvedené v tabuľke 3.4.
Obrázok 3.4: Zoznam aplikovaných formálnych pravidiel.
Pre každé formálne tvrdenie je vykonávaná kontrola pre výskyt potenciálnych problé-
mov. Hodnoty, ktoré môžu výsledky tejto kontroly nadobúdať sú uvedené v tabuľke 3.5.
Podrobný popis problémov, ktoré je možné odhaliť pri kontrole formálnych tvrdení sa na-
chádza v [4, s. 158].
3.2.3 Analýza
Samotná analýza pozostáva z nasledujúcich krokov:
1. preklad (kompilácia) návrhu obvodu,
2. pripojenie formálnych tvrdení k preloženému obvodu,
3. vykonanie statickej formálnej verifikácie,
4. ladenie verifikovaného obvodu s využitím grafického používateľského rozhrania.
Tento proces je znázornený na diagrame 3.5.
V prvom kroku je potrebné vykonať preklad zdrojových súborov návrhu obvodu s vyu-
žitím prekladača
”
vlog“ alebo
”
vcom“ podľa typu jazyku v ktorom bol obvod popísaný.
V druhom kroku je potrebné pripojiť formálne tvrdenia k návrhu obvodu. Toto pripo-
jenie je realizované pomocou prekladača
”
vlog“ podľa postupu znázornenom v podkapitole
3.2.1.
V treťom kroku je potrebné spustiť statickú formálnu verifikáciu. Verifikáciu spustíme
pomocou príkazu v režime
”
dávky“ (angl. batch mode):
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Typ formálneho tvrdenia Popis
Porušenie Protipríklad pre formálne tvrdenie existuje. V návrhu ob-
vodu sa nachádza chyba, formálne tvrdenie nie je správne
zapísané alebo formálne tvrdenie povoluje takú postupnosť
stimulov, ktorá je zakázaná.
Porušenie s varova-
ním
Protipríklad pre formálne tvrdenie existuje, avšak porušenie
obsahuje taký vstupný stimul, ktorý nie je hlavným vstupom
alebo je to neinicializovaný register. Je potrebné skontrolo-
vať hodnoty v tabuľke kontrolných bodov.
Dokázanie Formálne tvrdenie je pravdivé.
Potvrdenie s podo-
zrením
Formálne tvrdenie je pravdivé, ale formálna verifikácia nedo-
kázala, že tvrdenie nie je prázdne. Je potrebné skontrolovať,
či formálne tvrdenie spĺňa kontrolu prázdnosti.
Potvrdenie prázd-
nosti
Formálne tvrdenie bolo vyhodnotené ako prázdne. Zápis for-
málneho tvrdenia je pravdepodobne chybný.
Nedokázateľné Pre formálne tvrdenie sa nepodarilo nájsť dôkaz alebo pro-
tipríklad.
Nepokryté formálne
tvrdenie
Formálne tvrdenie kontroluje vlastnosť obvodu, ktorá po-
krýva hraničnú udalosť (angl. corner case). Formálna veri-
fikácia nedokázala nájsť takú postupnosť stimulov, ktorá by
formálne tvrdenie potvrdila.
Pokryté formálne
tvrdenie
Formálne tvrdenie kontroluje vlasnosť obvodu, ktorá po-
krýva hraničnú udalosť. Formálna verifikácia našla takú po-
stupnosť stimulov, ktorá potvrdzuje formálne tvrdenie.
Formálne tvrdenie
nie je v cieľoch
Formálne tvrdenie nie je súčasťou vykonanej formálnej veri-
fikácie.
Tabuľka 3.3: Tabuľka označenia stavov formálneho tvrdenia.
Kontrola reálnosti Popis
Úspech Formálne tvrdenie spĺňa podmienku reálnosti.
Zlyhanie Formálne tvrdenie nespĺňa podmienku reálnosti.
Tabuľka 3.4: Výsledky kontroly reálnosti formálneho tvrdenia.
Kontrola formálneho tvrdenia Popis
Živosť Formálne tvrdenie spĺňa podmienku živosti.
Problém Pri kontrole formálneho tvrdenia bol zistený problém.
Tabuľka 3.5: Výsledky kontroly formálnych tvrdení.
qformal -c -do subor do
Syntax príkazu
”
qformal“ odpovedá syntaxi príkazu
”
qautocheck“ uvedenej v pod-
kapitole 3.1.4. Konfiguračný súbor
”
subor do“ sa skladá z nasledujúcich troch blokov:
1. direktívy pre vykonanie statickej formálnej verifikácie,
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Obrázok 3.5: Diagram znázorňujúci verifikačný postup.
2. inicializačné príkazy pre verifikáciu,
3. príkaz pre spustenie verifikácie.
Výstupom analýzy je súbor
”
formal verifiy.db“. Výsledky analýzy sa interpretujú
pomocou grafického používateľského rozhrania, ktoré sa spustí pomocou príkazu
”
qformal
formal verifiy.db“. Grafické použivateľské rozhranie, ktoré využíva nástroj Questa Formal
je totožné s grafickým používateľským rozhraním nástroja Questa Static. Ladiace nástroje,
ktoré sa využívajú pri ladení obvodu sú taktiež rovnáké pre oba nástroje, nástroj Questa
Formal ponúka naviac možnosť využitia nástroja ATV.
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Kapitola 4
Verifikovaný obvod
Pre otestovanie možností verifikačnej platformy Questa bolo potrebné zvoliť demonštračný
príklad, na ktorom budú tieto možnosti predvedené. Ako demonštračný príklad bol zvolený
obvod popisujúci predajný automat. Tento predajný automat je popísaný v jazyku VHDL
a je rozdelený do nasledujúcich zdrojových súborov:
• vending machine controller.vhd - komponenta najvyššej úrovne,
• select product.vhd - popisuje časť obvodu, ktorá slúži pre výber konkrétneho pro-
duktu,
• change.vhd - popisuje časť obvodu, ktorá vracia zákazníkovi sumu, ktorá prevyšuje
nákupnú cenu produktu,
• display.vhd - popisuje zobrazovanie informácií na 7-segmentový displej,
• dispense.vhd - popisuje časť obvodu, ktorá vydáva zákazníkovi zakúpený tovar,
• count cash.vhd - popisuje časť obvodu, ktorá počíta peniaze vhodené zákazníkom,
• apb slave.vhd - popisuje prepojenie obvodu so zbernicou APB (angl. Advanced Pe-
ripheral Bus).
Tento obvod bol vytvorený spoločnosťou Mentor Graphics pre prezentáciu funkčnosti
nástroja AutoCheck. Do obvodu boli zámerne vnesené chyby. Išlo napr. o nepresné defino-
vanie tzv. sensitivity listu u procesov, vynechanie prepojení medzi jednotlivými funkčnými
blokmi alebo nesprávny popis konečných automatov. Zdrojové kódy verifikovaného obvodu
sa nachádzajú v nasledujúcom adresáry, pričom
”
$questa home directory“ nám označuje
adresár, v ktorom je nainštalovaná verifikačná platforma Questa Static:
$questa home directory/linux x86 64/examples/quickstart/autocheck/src/vhdl
V prílohe C sa nachádzajú blokové schémy jednotlivých častí obvodu, ktoré sme vy-
hotovili na základe zdrojových súborov za účelom lepšieho pochopenia jeho fuknčnosti.
Tento obvod budeme využívať ako referenčný pre demonštráciu možností nástrojov Questa
AutoCheck a Questa Formal.
26
V zdrojových kódoch súborov
”
vending machine controller.vhd“ a
”
dispense.vhd“
je potrebné vykonať modifikáciu kódu v mieste, kde sa inštancujú jednotlivé komponenty.
Modifikácia spočíva v uvedení názvu entity (pracovnej knižnice)
”
work“, pred názov kaž-
dej komponenty. Touto modifikáciou zabezpečíme, že v priebehu analýzy bude dostupná
informácia v ktorej entite sa daná komponenta nachádza. Názorný príklad inštancovania
komponenty
”
change“ v súbore
”
vending machine controller.vhd“:
u change: entity work.change.
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Kapitola 5
Vykonanie experimentov na
verifikačnej platforme Questa
Static
5.1 Experimentovanie s nástrojom Questa AutoCheck
Pri experimentovaní s nástrojom Questa AutoCheck vychádzame z informácií uvedených v
podkapitole 3.1.
V tejto podkapitole budú uvedené príkazy v poradí, v akom ich je potrebné zapísať do
príkazového riadku operačného systému Linux, na ktorom je verifikačná platforma nainšta-
lovaná, za účelom správneho fungovania nástroja.
5.1.1 Preklad verifikovaného obvodu
V tejto podkapitole je popísaný podrobný postup prekladu verifikovaného obvodu predaj-
ného automatu.
Prvým krokom je vytvorenie adresára s názvom
”
Autocheck“, v ktorom budú uložené
všetky súbory a podadresáre spojené s vykonaním analýzy. Tento adresár bude slúžiť ako
koreňový adresár pre všetky úlohy, ktoré budú vykonané s nástrojom AutoCheck. Nasleduje
vytvorenie pracovnej knižnice s názvom
”
work“ v aktuálne zvolenom adresári:
> mkdir Autocheck
> cd Autocheck
> vlib work
Ďalším krokom je skopírovanie inicializačného súboru programu ModelSim, ktorý je po-
trebný pre správnu funkčnosť simulátora, ktorý využíva analýza.
> vmap work work
Copying /opt/modelsim10.0c/modeltech/linux x86 64/../modelsim.ini
to modelsim.ini
Modifying modelsim.ini
V ďalšom kroku je potrebné skopírovať všetky VHDL súbory verifikovaného obvodu
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predajného automatu do adresára
”
./src/vhdl“. Zdrojové súbory verifikovaného obvodu
sa nachádzajú v nasledujúcom adresáry, pričom
”
$questa home directory“ nám označuje
adresár, v ktorom je nainštalovaná verifikačná platforma Questa Static:
$questa home directory/linux x86 64/examples/quickstart/autocheck/src/vhdl
Následne vytvoríme zoznam zdrojových súborov s názvom
”
vhdl file list“, ktorý
bude vstupom pre prekladač. Obsah tohto súboru budú tvoriť názvy vhd súborov, pričom
v názve súboru musí byť obsiahnutá aj cesta k súboru z adresára
”
Autocheck“.
> mkdir src
> mkdir vhdl
> find ./src/vhdl -type f -name *.vhd -print > vhdl file list
Posledným krokom je samotná kompilácia verifikovaného obvodu, pri ktorej bude vy-
užitý prekladač
”
vcom“, ktorý je súčasťou simulátora ModelSim od spoločnosti Mentor
Graphics.
> vcom -f src/vhdl/vhdl file list
Po úspešnom preložení sa v pracovnej knižnici
”
work“, ktorú sme vytvorili v prvom
kroku, budú nachádzať preložené súbory.
5.1.2 Analýza verifikovaného obvodu
Samotná analýza verifikovaného obvodu bude pozostávať z niekoľkých krokov a pre jej
vykonanie bude potrebné vytvoriť nasledujúce súbory:
• spúšťací
”
DO skript“ s názvom
”
autocheck run.do“,
• Tcl skript, ktorý bude obsahovať direktívy pre analýzu s názvom
”
autocheck directives.tcl“,
• Tcl skript, ktorý bude obsahovať typy automatickej kontroly, ktoré budú ignorované
s názvom
”
autocheck waivers.tcl“.
Vyššie uvedené súbory je pre prehľadnosť vhodné umiestniť do zvláštneho adresára, ktorý
si pomenujeme
”
autocheck files“.
> mkdir autocheck files
> cd autocheck files
V tomto adresári postupne vytvoríme vyššie menované súbory. Znak
”
#“ na začiatku riad-
ku označuje riadkový komentár a je pri interpretácii ignorovaný.
Obsah súboru
”
autocheck run.do“:
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# pokial sa vyskytne chyba, ukonci analyzu s chybou
onerror { exit 1 }
# vytvor vystupny subor analyzy
configure output directory autocheck log
# nacitaj a pouzi skript s direktivami pre analyzu
do ./autocheck files/autocheck directives.tcl
# nacitaj a pouzi skript pre ignorovanie typov automatickej kontroly
do ./autocheck files/autocheck waivers.tcl
# spusti analyzu navrhu, urci nazov vytvoreneho modulu
autocheck run -d vending machine controller -effort high
# uspesne ukonci
exit 0
Obsah súboru
”
autocheck directives.tcl“:
# povol kontrolu vsetkych typov
autocheck enable
# vypni kontrolu typov vyuzitim nasledujuceho prikazu
# autocheck disable -type <typ>
Obsah súboru
”
autocheck waivers.tcl“:
# nastav ignorovanie typu vyuzitim nasledujuceho prikazu:
# autocheck report waive -name <nazov> -type <typ> -modul <nazov modulu>
-instance <nazov instancie - modulu .vhd suboru>
-user <pouzivatel ktory zapisal ignorovanie typu>
autocheck report waive -name {extra nickels} -type {SLIST INCOMPLETE}
-module {vending machine controller} -instance {u dispense.u change}
-user {xkrajc06}
Vo vyššie uvedenom príklade sme sa pre názornú ukážku rozhodli ignorovať typ formál-
neho tvrdenia
”
SLIST INCOMPLETE“, teda typ, ktorý nás upozorňuje na nekompletný
”
sensitivy list“ v súbore
”
change.vhd“ signálu
”
extra nickels“.
Pre spustenie analýzy sa vrátime do koreňového adresára s názvom
”
autocheck“ a
spustíme analýzu nasledujúcim príkazom:
> cd ..
> qautocheck -c -do ./autocheck files/autocheck run.do
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Po vykonaní analýzy sa vytvorí adresár
”
autocheck log“, ktorý bude obsahovať vý-
sledky analýzy.
5.1.3 Ladenie verifikovaného obvodu
Proces ladenia predstavuje najobšírnejšiu časť z celého popisu práce s nástrojom Auto-
Check. Na konkrétnych príkladoch budú demonštrované možnosti práce s nástrojom pri
procese ladenia, ktorý spustíme nasledujúcim príkazom:
> qautocheck autocheck log/autocheck.db
Po vložení tohto príkazu sa otvorí nové okno, ktoré bude obsahovať grafické používa-
teľské rozhranie. Popis grafického používateľského rozhrania je uvedený v prílohe B.
V nasledujúcej časti práce je popísaný samotný proces ladenia verifikovaného obvodu
predajného automatu:
V ladiacom okne
”
Design Checks“ sa nachádza zoznam všetkých formálnych tvrdení,
ktoré boli porušené pri analýze obvodu predajného automatu (obrázok 5.1). Jednotlivé for-
málne tvrdenia sú usporiadané v hierachickej stromovej štruktúre do skupín uvedených v
tabuľke 3.1, pričom skupiny sú zoradené podľa úrovní závažnosti porušenia. Pre každý typ
porušeného formálneho tvrdenia ponúka grafické používateľské rozhranie nástroja Auto-
Check pri procese ladenia vizualizačný nástroj. Podľa konkrétneho typu porušeného for-
málneho tvrdenia je možné zobraziť konkrétnu časť verifikovaného obvodu kde porušenie
nastalo. Dostupné ladiace nástroje pre zvolené porušené formálne tvrdenie je možné zob-
raziť po kliknutí pravým tlačidlom myši na zvolené formálne tvrdenie a vybratím ponuky
”
Show“, ktorá zobrazí podporované ladiace nástroje.
V rámci prezentácie práce s nástrojom AutoCheck budú pomocou demonštračných prí-
kladov prezentované jendotlivé ladiace nástroje na konkrétnych príkladoch porušenia for-
málnych tvrdení verifikovaného obvodu. Nástroj AutoCheck nám ponúka možnosť zobraziť
porušenie pravidla v editore zdrojových kódov (Source), v schéme zapojenia (Schematics),
v prehliadači logických úrovní signálov (Waveform) a v prehliadači konečných automatov
(FSM ). Pre porušené formálne tvrdenie je možné zobraziť aj jeho podrobnosti (Details)
a zoznam všetkých formálnych tvrdení aplikovaných na obvod s počtom ich vyhodnotení
(Summary).
Ako prvý ladiaci nástroj si predstavíme editor zdrojových kódov. Ide o základný nástroj
zobrazenia zdrojového kódu konkrétneho porušenia formálneho tvrdenia. Pre demonštráciu
jeho využitia sme si zvolili porušenie formálneho tvrdenia
”
BUS MUTIPLY DRIVEN“,
ktoré nás upozorňuje, že do zbernice v module
”
dispense.vhd“ je zapisované z viacerých
zdrojov (obrázok 5.2). Po zvolení editora zdrojového kódu (Show− >Source) pre signál
”
dispense b1“ sa otvorí nové okno obsahujúce zdrojový kód modulu
”
dispense.vhd“ na
riadku, kde sa nachádza deklarácia zvoleného signálu. Používateľ má možnosť navigácie
v rámci konkrétneho modulu, ako aj zobrazenie konkrétneho miesta porušenia formálneho
tvrdenia pomocou zvolenia možnosti (Navigate− >Drivers). V zdrojovom kóde je vidieť, že
do signálov
”
dispense B1“,
”
dispense B2“ a
”
dispense B3“ sa zapisuje na dvoch rôznych
miestach. V zozname porušených formálnych tvrdení sa nachádza aj formálne tvrdenie
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Obrázok 5.1: Zoznam porušených formálnych tvrdení verifikovavného obvodu.
”
LOGIC UNDRIVEN“, ktoré bolo odhalené v module
”
dispense.vhd“. Po preštudo-
vaní blokovej schémy zapojenia modulu nachádzajúcej sa v prílohe C je vidieť, že signály
”
dispense C1“
”
dispense C2“ a
”
dispense C3“ skutočne nie sú zapojené. Pri bližšom
preskúmaní je vidieť, že tieto dve porušenie formálnych tvrdení spolu súvisia. Po úprave
zdojového kódu (obrázok 5.3), následnom preložení verifikovaného modelu a vykonania
kontroly nástrojom AutoCheck odstránime našou úpravou obidve z vyššie uvedených poru-
šených formálnych tvrdení.
Obrázok 5.2: Editor zdrojového kódu.
Ďalším z ladiacich nástrojov, ktoré môžeme využiť je prehliadač schém zapojenia. Ako
demonštračný príklad pre zobrazenie schémy si zoberiem porušenie formálneho tvrdenia
”
COMBO LOOP“, teda rozpoznanie rýchlej slučky v obvode. Po zvolení prehliadača
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Obrázok 5.3: Úprava zdrojového kódu.
schémy zapojenia (Show− >Schematics) sa otvorí nové okno pre potvrdenie výberu mo-
dulov, z ktorých má nástroj schému zapojenia rýchlej slučky vygenerovať (obrázok 5.4).
Pre výber zobrazenia najobecnejšej schémy vyberieme všetky moduly a výber potvrdíme
stlačením tlačidla
”
Trace All“.
Obrázok 5.4: Potvrdenie výberu cesty pre vygenerovanie schémy obvodu.
Následne sa otvorí nové okno, ktoré obsahuje aktuálnu schému verifikovaného obvodu,
ktorá sa nachádza na obrázku 5.5. Z vygenerovanej schémy je vidieť, že rýchla slučka
sa nachádza medzi modulmi
”
count cash.vhd“ a
”
apb slave.vhd“ a je spôsobená signálom
”
rst money cnt“. Ide o signál, ktorý slúži na resetovanie počítadla vhodených peňazí do
predajného automatu. Používateľ má možnosť zobraziť podrobné informácie pre jednotlivé
časti schém obvodu. Po zvolení konkrétneho prvku v schéme a kliknutí pravým tlačidlom
myši na tento objekt sa vyvolá kontextová ponuka s nasledujúcimi možnosťami: Zobrazenie
zvoleného prvku obvodu v zdrojovom kóde (Go To − > Declaration), vyhľadanie a zobra-
zenie cesty medzi modulmi obvodu pomocou možnosti
”
Add To Path Tracing“, vymazanie
označeného objektu (Erase − > All || Selected || Unselected) alebo znovuvykreslenie schémy
po aplikovaní požadovaných zmien (Regenerate). Zobrazenie schémy zapojenia môže byť ná-
pomocné pri odhaľovaní chýb, v našom konkrétnom príklade nám názorne vykreslilo rýchlu
slučku.
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Obrázok 5.5: Schéma zapojenia časti obvodu s rýchlou slučkou.
Ako ďalší ladiaci nástroj, ktorý môžeme využiť pri ladení je prehliadač logických úrovní
signálov v čase (Waveform). Na demonštráciu jeho funkčnosti využijeme porušenie formál-
neho tvrdenia
”
BUS UNDRIVEN“ zbernice
”
wmc prdata“ v module
”
apb slave.vhd“.
Porušenie tohto formálneho tvrdenia nám značí, že zbernica nie je zapojená (neobsahuje
logické hodnoty) v niektorom hodinovom cykle. Po zvolení prehliadača logických úrovní v
čase (Show− >Waveform) sa otvorí nové okno (obrázok 5.6) na ktorom sú vidieť informá-
cie o hodinových signáloch (Primary Clocks), o signáloch, ktoré boli zvolené pre zobrazenie
(Property Signals) a o signáloch, ktoré viedli k porušeniu formálneho tvrdenia a vytvo-
reniu protipríkladu (Control Point Signals). V spodnej časti obrazovky pod časovou osou
sú uvedené preddefinované časové kurzory, kurzor
”
Start“ nám udáva čas, v ktorom bol
aplikovaný stimuls pre formálne tvrdenie. Kurzor
”
Firing“ nám udáva čas, v ktorom bolo
zistené porušenie formálneho tvrdenia. Kurzor
”
Cursor1“ (označený žltou farbou) slúži na
vyznačenie konkrétneho času podľa želania používateľa a v prípade potreby má používateľ
možnosť si pridať vlastné kurzory zvolením možnosti
”
Add New Cursor“.
Obrázok 5.6: Zobrazenie logických úrovní zbernice wmc prdata.
V rámci procesu ladenia si zobrazíme zdrojový súbor pomocou kliknutia pravým tlači-
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dlom na zbernicu
”
wmc prdata“ a zvolením si možnosti (Go To − > Declaration). Následne
v editore zdrojového kódu klikneme pravým tlačidlom na deklaráciu signálu a zvolíme si
miesto zapojenia (Navigate − > Drivers). V editore zdrojových kódov (obrázok 5.7) pri-
budli informácie o aktuálnej hodnote signálov v čase, ktorý si zvolíme pomocou nastavenia
pozície kurzora
”
Cursor1“ na časovej osi. Tieto hodnoty sú zobrazené červenou farbou. Z
týchto aktuálnych hodnôt, ako aj z informácií, aká postupnosť signálov viedla k porušeniu
pravidla vidíme, že hodnota logických úrovní signálov zbernice
”
wmc prdata“ bude mať
hodnotu
”
Z“ (stav vysokej impedancie), nakoľko signál,
”
cr rd“, ktorý rozhoduje o logic-
kej hodnote zbernice má hodnotu 0. Riešenie tohto problému sa nachádza mimo modulu
”
apb slave.vhd“ a z dôvodu obsiahlosti ho nebudeme prezentovať.
Obrázok 5.7: Zdrojový kód zapojenia zbernice wmc prdata.
Posledným z dostupných ladiacich nástrojov je prehliadač konečných automatov. Tento
ladiaci nástroj si zvolíme pomocou možnosti
”
FSM “ v kontextovej ponuke
”
Show“. Zobra-
zenie konečného automatu je možné len v prípade, ak prekladač vo verifikovanom obvode
rozpoznal konečný automat. Pre demonštračný príklad zobrazenia konečného automatu
sme sa rozhodli využiť porušenie formálneho tvrdenia
”
FSM DEADLOCK“ pre signál
”
cstate“ v module
”
dispense.vhd“, ktoré označuje, že automat sa nachádza v stave uviaz-
nutia, teda nie je možné vykonať prechod do ďalšieho stavu. Pre bližšie zobrazenie tejto
chyby si zvolíme prehliadač, ktorý sa otvorí v novom okne (obrázok 5.9). Na obrázku je
stav, z ktorého nemôže byť vykonaný prechod označený žltou farbou. Po zobrazení zdro-
jového kódu (obrázok 5.8) je vidieť, že zápis do signálu
”
cstate“ je podmienený hodnotou
signálu
”
sel“. Nakoľko sa hodnota tohto signálu nemení, nemôže dôjsť ani k prechodu a
teda automat zostane v inicializačnom stave
”
IDLE“. Nakoľko signál
”
sel“ je zapojený z
modulu najvyššej úrovne (vending machine controller.vhd), riešenie problému sa nachádza
mimo modulu
”
dispense.vhd“ nebudeme ho z dôvodu obsiahlosti prezentovať.
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Obrázok 5.8: Zobrazenie konečného automatu.
Obrázok 5.9: Zobrazenie miesta uviaznutia v zdrojovom kóde.
V nasledujúcej časti si v rámci demonštrácie práce s nástrojom AutoCheck ukážeme
ďalšie možnosti tohto nástroja.
Pre každé porušenie formálneho tvrdenia má používateľ možnosť si zobraziť detailné
informácie o tomto formálnom tvrdení. Tieto detailné informácie sa zobrazia po zvolení
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možnosti
”
Details“ z kontextovej ponuky v novom okne (obrázok 5.10).
Obrázok 5.10: Detaily porušeného formálneho tvrdenia.
Používateľ má možnosť si zobraziť informácie o počte všetkých formálnych tvrdení, ktoré
boli aplikované na zvolený obvod s počtom ich vyhodnotení. Tieto sumarizačné informácie
sa zobrazia po zvolení možnosti
”
Summary“ z kontextovej ponuky v novom okne (obrázok
5.11).
Obrázok 5.11: Formálne tvrdenia aplikované na verifikovaný obvod.
Pre každé rozpoznané porušené formálne tvrdenie má používateľ možnosť vytvoriť di-
rektívu (obrázok 5.12) z nasledujúcich možných typov:
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• Ignorovanie porušenia formálneho tvrdenia,
• Komentár k porušeniu formálneho tvrdenia,
• Zmena závažnosti porušenia formálneho tvrdenia na jednu z hodnôt:
– Porušenie,
– Varovanie,
– Informácia.
Obrázok 5.12: Vytvorenie direktívy.
Pre demonštráciu si ukážeme ako vytvoriť direktívu pre ignorovanie porušenia formál-
neho tvrdenia a direktívu pre zmenu závažnosti porušeného formálneho tvrdenia z úrovne
”
Porušenie“ na
”
Varovanie“.
Po zvolení možnosti pre ignorovanie (Create Directive− >Waiver) sa otvorí nové okno
(obrázok 5.13) pre zadanie požadovaných informácií. Používateľ si musí vybrať aký typ
formálneho tvrdenia chce ignorovať, aký je názov signálu pre ktorý chce formálne tvrdenie
ignorovať, v ktorej inštancii a v ktorom module sa nachádza. Voliteľná možnosť je pridať
komentár a meno používateľa, ktorý danú direktívu vytvoril.
Obrázok 5.13: Vytvorenie direktívy pre ignorovanie porušenia formálneho tvrdenia.
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Okno so zoznamom direktív (Directives) obsahuje direktívy, ktoré ešte neboli apliko-
vané na verifikovaný obvod. Po kliknutí pravým tlačidlom myši na zvolené direktívy sa
zobrazí kontextová ponuka, v ktorej má používateľ možnosť pridať ďalšie nové direktívy
pomocou sprievodcu, upraviť zvolené direktívy, vymazať ich, presunúť ich, importovať ich
alebo exportovať. Naším cieľom je aplikovať zvolené direktívy na verifikovaný obvod, preto
si zvolíme možnosť pre exportovanie do súboru s direktívami (Export).
Obrázok 5.14: Aplikovanie direktív na verifikovaný obvod.
V našom demonštračnom príklade sme si zvolili možnosť pridania direktív do súboru
”
autocheck waivers.tcl“, ktorý sme si vytvorili v úvode tejto kapitoly . Po potvrdení exportu
direktív sa otvorí nové okno s obsahom zvoleného súbor (5.15) v ktorom je vidieť, že zvolené
direktívy boli úspešne pridané.
Obrázok 5.15: Obsah súboru s exportovanými direktívami.
Dôležitou informáciou je, že pre aplikovanie exportovaných direktív na verifikovaný ob-
vod je potrebné ukončiť grafické používateľské rozhranie a znovu vykonať analýzu nástro-
jom AutoCheck s využitím skriptu
”
autocheck run.do“ a následne opätovne spustiť grafické
používateľské rozhranie s výsledkom analýzy.
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5.1.4 Zhrnutie experimentov
Na základe teoretických informácií bola vytvorená sada príkladov pre demoštráciu práce
s nástrojom Questa AutoCheck. Nakoľko ide o zložitý nástroj, spôsob popisu je rozsiahly
a je dopĺňaný jednak názornými príkladmi konfiguračných súborov, tak aj obrázkami z
grafického používateľského rozhrania, ktoré znázorňujú hlavnú časť popisu práce s týmto
nástrojom.
5.2 Experimentovanie s nástrojom Questa Formal
Pri experimentovaní s nástrojom Questa Formal vychádzame z informácií ktoré sú uvedené
v podkapitole 3.2.
V tejto podkapitole budú uvedené konfiguračné príkazy v poradí, v akom ich je po-
trebné zapísať do príkazového riadku operačného systému Linux, na ktorom je verifikačná
platforma nainštalovaná, za účelom správneho fungovania nástroja.
5.2.1 Preklad verifikovaného obvodu
V tejto podkapitole je popísaný podrobný postup prekladu (kompilácie) verifikovaného
obvodu predajného automatu.
Prvým krokom je zvolenie adresára, v ktorom budú uložené všetky súbory a podadresáre
spojené s vykonaním analýzy, ktorý sa bude nazývať
”
QFormal“. Tento adresár bude slúžiť
ako koreňový adresár pre všetky úlohy, ktoré budú vykonané s nástrojom Questa Formal.
Nasleduje vytvorenie pracovnej knižnice s názvom
”
work“ v aktuálne zvolenom adresári:
> mkdir QFormal
> cd QFormal
> vlib work
V ďalšom kroku je potrebné skopírovať návrh verifikovaného obvodu, ktorý je popísaný v
jazyku VHDL do nového adresára. Pri experimentovaní s nástrojom Questa Formal budeme
využívať rovnaký verifikovaný obvod, ako pri demonštrácii práce s nástrojom AutoCheck.
Preto bude stačiť skopírovať adresár, ktorý obsahuje zdrojové súbory do nami vytvoreného
adresára
”
QFormal“.
> cp -r ../Autocheck/source/ .
V adresáry
”
source“, ktorý sme skopírovali do aktuálneho adresára vytvoríme nový
podadresár s názvom
”
assertions“, ktorý bude obsahovať súbory s formálnymi tvrdeni-
ami, ktoré budeme aplikovať na náš verifikovaný obvod.
> mkdir assertions
> cd assertions
V tomto adresári vytvoríme súbor
”
assertions vending machine controller.sv“,
ktorý bude obsahovať nami vytvorené formálne tvrdenia. Formálne tvrdenia sú zapísane
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v jazyku System Verilog. Z dôvodu veľkého počtu riadkov, ktorý súbor obsahuje, je jeho
obsah uvedený v prílohe D.
V nasledujúcom kroku je potrebné preložiť verifikovaný obvod a následne pripojiť for-
málne tvrdenia k tomuto obvodu. Vykonáme to pomocou nasledujúcich krokov:
> vcom -f source/vhdl/vhdl file list
> vlog -sv -mfcu -cuname my binds \
./source/assertions/assertions vending machine controller.sv
Po úspešnom preložení a pripojení formálnych tvrdení k verifikovanému obvodu sa v
pracovnej knižnici
”
work“, ktorú sme vytvorili na začiatku tejto podkapitoly budú nachá-
dzať preložené súbory.
5.2.2 Analýza verifikovaného obvodu
Samotná analýza verifikovaného obvodu bude pozostávať z principiálne rovnakých krokov
ako pri analýze nástrojom AutoCheck. Pre jej vykonanie bude potrebné vytvoriť nasledujúce
súbory:
• spúšťací
”
DO skript“ s názvom
”
qformal run.do“,
• Tcl skript, ktorý bude obsahovať direktívy, v ktorých budú definované hodinové sig-
nály pre analýzu s názvom
”
directives.tcl“,
• Súbor, ktorý bude obsahovať inicializačnú konfiguráciu pre verifikovaný obvod s ná-
zvom
”
init.seq“.
Obsah súboru
”
qformal run.do“:
# pokial sa vyskytne chyba, ukonci analyzu s chybou
onerror { exit 1 }
# vytvor vystupny subor analyzy
configure output directory qformal log
# nacitaj a pouzi skript s direktivami pre analyzu
do ./qformal files/directives.tcl
# skompiluj model a pripoj k nemu formalne tvrdenia
formal compile -d vending machine controller -cuname my binds -tcs
# spusti verifikaciu s inicializacnou konfiguraciou
formal verify -init qformal files/init.seq -effort high
# uspesne ukonci
exit 0
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Obsah súboru
”
directives.tcl“:
# Definicia hodinovych signalov
netlist clock i clk -period 10
netlist clock i vmc pclk -period 20
# Obmedzenie resetovacich signalov
formal netlist constraint i rstn 1’b1
formal netlist constraint i vmc presetn 1’b1
Obsah súboru
”
init.seq“:
// Vsetky vstupne signaly maju na zaciatku nulovu hodnotu
$default input value 0
// Referencia na hodinovy signal, ktory sa nachadza v subore s direktivami
$default clock i vmc pclk
// Vykonaj resetovanie obvodu
i rstn = 0
i vmc presetn = 0
##
i rstn = 1
i vmc presetn = 1
Pre spustenie prekladu a následnej analýzy sa vrátime do koreňového adresára s názvom
”
QFormal“ a spustíme ho pomocou nasledujúceho príkazu:
> cd ..
> qformal -c -do ./qformal files/qformal run.do
Po vykonaní analýzy sa vytvorí adresár
”
qformal log“, ktorý bude obsahovať výsledky
analýzy.
5.2.3 Ladenie verifikovaného obvodu
Proces ladenia predstavuje najobšírnejšiu časť z celého popisu práce s nástrojom Questa
Formal. Na konkrétnych príkladoch budú demonštrované možnosti práce s týmto nástro-
joom pri procese ladenia, ktorý spustíme nasledujúcim príkazom:
> qformal qformal log/formal verify.db
Po vložení tohto príkazu sa otvorí nové okno, ktoré bude obsahovať grafické používa-
teľské rozhranie. Toto rozhranie je rovnaké pre nástroj Questa AutoCheck aj pre Questa
Formal.
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V ladiacom okne
”
Properties“ sa nachádza zoznam aplikovaných formálnych tvrdení
na verifikovaný obvod predajného automatu, ktorý sa nachádza na obrázku 5.17. V tomto
okne je vidieť, že dve formálne tvrdenia boli vyhodnotené ako porušené, jedno formálne
tvrdenie ako prázdne, jedno formálne tvrdenie ako nedokázateľné (toto formálne tvrdenie
spĺňa aj podmienku živosti) a tri formálne tvrdenia ako potvrdené (pričom pri kontrole
jedného z nich bol rozpoznaný problém). V okne Property Checks (obrázok 5.16) sa na-
chádza zoznam formálnych tvrdení, pri kontrole ktorých bol rozpoznaný problém. V našom
prípade ide o formálne tvrdenie
”
assert vydaj mince“ u ktorého bola identifikovaná chyba
”
SAFETY EMPTY“. V tomto okne si môžeme zobraziť zápis formálneho tvrdenia.
Obrázok 5.16: Upozornenie na chybný zápis formálneho tvrdenia.
V rámci demonštrácie práce s nástrojom Questa Formal si ukážeme postup pri ladení
formálneho tvrdenia
”
assert vydaj produkt A1“, ktoré kontroluje, či po zaplatení pro-
duktu A1 je tento produkt automatom vydaný zákaznikovi.
Obrázok 5.17: Zoznam formálnych tvrdení.
Protipríklad pre porušenie tohto formálneho tvrdenia si zobrazíme pomocou prehliadača
logických úrovní signálov (Show − >Waveform). Na obrázku 5.18 sa nachádza protipríklad
pre porušenie tohto formálneho tvrdenia.
Súčasťou zobrazenia protipríkladu je tabuľka hodnôt kontrolných bodov (Control Point
Values Window), ktorá sa nachádza na obrázku 5.19. Táto tabuľka obsahuje zoznam stimu-
lov, ktoré boli aplikované na verifikovaný obvod ako vstupné hodnoty za účelom vytvorenia
protipríkladu.
Pri ladení verifikovaného obvodu môžeme pre porušené formálne tvrdenia využiť zob-
razenie formálneho tvrdenia v aplikácii
”
Assertion Thread View“ (Show − > Assertion
Thread View), ktoré je súčasťou simulátora Quesat Sim. Aplikácia ATV vykoná preklad
pracovnej knižnice
”
work“ a následne otvorí nové okno, ktoré bude obsahovať grafickú
reprezentáciu formálneho tvrdenia v tzv.
”
vláknach“. V ľavej časti obrazovky sa nachá-
dza formálne tvrdenie, ktoré je usporiadané v stromovej štruktúre. Pre každú časť tohto
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Obrázok 5.18: Zobrazenie logických úrovní signálov porušeného formálneho tvrdenia.
Obrázok 5.19: Kontrolné body formálneho tvrdenia.
formálneho tvrdenia je možné zobraziť detaily. Pri rozkliknutí detailov formálneho tvr-
denia sa v grafickej časti vykreslí vlákno pre toto konkrétne formálne tvrdenie. Na ob-
rázku 5.20 je vidieť zobrazenie nášho formálneho tvrdenia
”
assert vydaj produkt A1“.
Na tomto obrázku môžeme vidieť, že v čase 120 ns nebol aktitovaný signál pre výdaj pro-
duktu
”
o dispense A1“ a preto nastalo porušenie formálneho tvrdenia.
Ďalšie ladiace aplikácie (editor zdrojových kódov, prehliadač konečných automatov a
prehliadač schém zapojenia), ktoré sa využívajú pri práci s nástrojom Questa Formal sú
zhodné s aplikáciami ktoré využíva nástroj AutoCheck. Nakoľko práca s týmito nástrojmi
bola demonštrovaná v rámci podkapitoly 5.1.3, nebudeme ju uvádzať v tejto časti.
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Obrázok 5.20: Vlákna formálneho tvrdenia v aplikácií ATV.
5.2.4 Zhrnutie experimentov
Na základe teoretických informácií bola vytvorená sada príkladov pre demoštráciu práce s
nástrojom Questa Formal. V rámci demonštrácie práce sú uvedené názorné príklady konfi-
guračných súborov s podrobným popisom postupu, od prekladu verifikovaného obvodu, až
po možnosti, ktoré nástroj pri jeho ladení ponúka. Proces ladenia je dopĺňaný obrázkami
z grafického používateľského rozhrania. Nástroj Questa Formal využíva rovnaké grafické
používateľské rozhranie ako nástroj Questa AutoCheck.
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Kapitola 6
Záver
Cieľom tejto práce bolo zoznámiť používateľa s možnosťami verifikačnej platformy Questa
Static a prezentovať jej schopnosti pri verifikácií číslicových obvodov. Verifikačná platforma
Questa Static aplikuje pri svojej činnosti verifikáciu založenú na formálnych tvrdeniach. Z
dôvodu aplikácie verifikačných postupov je pre používateľa nevyhnutné pochopiť základné
prístupy verifikácie. Tieto prístupy sme uviedli v úvodnej časti práce. Používateľ je obozná-
mený so základnými prístupmi: simuláciou, funkčnou verifikáciou, formálnou verifikáciou a
verifikáciou založenou na formálnych tvrdeniach.
Pre prácu s verifikačnou platformou bolo potrebné oboznámiť sa s teoretickými informá-
ciami o jej fungovaní. Z tohto dôvodu sú v ďalšej časti práce uvedené teoretické informácie
o tejto platforme, ktorú tvoria jednotlivé nástroje využívané v procese verifikácie. Ako prvý
nástroj, s ktorým sme sa oboznámili bol nástroj určený pre automatickú kontrolu obvodu
- Questa AutoCheck. Tento nástroj využíva sadu preddefinovaných formálnych tvrdení,
ktoré sa aplikujú na verifikovaný obvod. Druhým nástrojom, ktorý sme sa rozhodli pres-
kúmať je nástroj Questa Formal, ktorý pri verifikovaní obvodu využíva statickú formálnu
verifikáciu. Informácie, ktoré sme uviedli v tejto kapitole tvoria základ pre pochopenie fun-
govania týchto nástrojov. Pri tvorbe kapitoly sme vychádzali z materiálov, ktoré poskytuje
spoločnosť Mentor Graphics. Ide o rozsiahlu dokumentáciu, pri spracovaní ktorej bolo po-
trebné rozpoznať dôležité časti a súvislosti. Štúdium vybranej dokumentácie bolo náročné
najmä z časového hľadiska.
Pre demonštráciu možností verifikačnej platformy bolo potrebné zvoliť vhodný verifikač-
ný obvod. Ako reprezentatívny obvod sme sa rozhodli zvoliť jednoduchý predajný automat,
ktorý je popísaný v jazyku VHDL. Na základe zdrojových kódov sme vytvorili schémy
zapojenia jednotlivých modulov obvodu, ktoré slúžili ako pomôcka pre pochopenie činnosti
tohto obvodu a znázornenie zámerne zanesených chýb.
V poslednej časti práce sme sa venovali experimentovaniu s nástrojmi verifikačnej plat-
formy. Demonštrovali sme prácu vo forme príkladov, ktoré obsahujú podrobný postup od
inicializačnej fázy, až po fázu rozpoznania chýb a následného ladenia.
Pri práci s nástrojom Questa AutoCheck sme uviedli podrobný postup od kompilácie
modelu až po samotnú aplikáciu formálnych tvrdení. Práca s týmto nástrojom pôsobila z
počiatku neprehľadne, no po preštudovaní dostupnej dokumentácie a pochopení princípov
činnosti tohto nástroja sme sa zorientovali. Z dôvodu obmedzeného počtu preddefinovaných
formálnych tvrdení, ktoré sa aplikujú na verifikovaný obvod je tento nástroj schopný odhaliť
len základné chyby. Pri verifikácii obvodu by sme tento nástroj odporučili len v rámci
počiatočnej fázy verifikácie. Výhoda tohto nástroja spočíva najmä v tom, že používateľ,
ktorý verifikáciu vykonáva, nepotrebuje mať hlboké znalosti potrebné k zápisu formálnych
tvrdení.
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Pri práci s nástrojom Questa formal sme taktiež uviedli podrobný postup od kompilácie
modelu až po aplikáciu formálnych tvrdení. Pri práci s týmto nástrojom sme na verifiko-
vaný obvod aplikovali formálne tvrdenia zapísané v jazyku System Verilog. Tieto formálne
tvrdenia sme využili pre kontrolu konkrétnych vlastností verifikovaného obvodu. Nakoľko
pri verifikácii obvodu pomocou tohto nástroja musí používateľ sám špecifikovať formálne
tvrdenia, použitie nástroja vyžaduje od používateľa širokú znalosť problematiky ich zápisu.
Túto vlastnosť považujeme za najväčšiu výhodu a zároveň nevýhodu, nakoľko pri vysokej
znalosti problematiky zápisu formálnych tvrdení ponúka tento nástroj široké možnosti pri
odhalovaní chýb a ladení verifikovaných obvodov.
Vyššie uvedené nástroje by sme odporučili využívať pri procese verifikácie číslicových
obvodov. Použitím týchto nástrojov je možné odhaliť široké spektrum chýb, a to od jedno-
duchých, pomocou nástroja Questa AutoCheck, ktorý môže využívať aj používateľ, ktorý
nemusí mať širokú znalosť problematiky verifikácie, až po komplikovanejšie chyby pomocou
nástroja Questa Formal, pri ktorých musí používateľ problematiku verifikácie ovládať už
komplexnejšie.
V rámci ďalších vylepšení tejto práce by bolo možné naštudovať a zdokumentovať proces
aplikácie preddefinovaných formálnych tvrdení z knižníc OVL (Open Verification Library),
QVL (Questa Verification Library) a CheckerWare na verifikovaný obvod pri práci s ná-
strojom Questa Formal.
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Dodatek A
Obsah CD
Na priloženom CD sa nachádzajú nasledujúce súbory:
• Bakalárska práca vo formáte pdf v adresári /bakalarska praca/pdf/,
• Zdrojové kódy bakalárskej práce vo formáte LATEX v adresári /bakalarska praca/latex/,
• Konfiguračné súbory pre nástroj Questa AutoCheck v adresári /Questa/Autocheck/,
• Konfiguračné súbory pre nástroj Questa Formal v adresári /Questa/Formal/,
• Schémy zapojenia verifikovaného obvodu predajného automatu v adresári /Schematics/.
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Dodatek B
Popis grafického používateľského
rozhrania
Táto príloha popisuje grafické používateľské rozhranie, ktoré využívajú nástroje Questa
AutoCheck a Questa Formal.
Na obrázku B.1 je zobrazené implicitné rozloženie jednotlivých okien. Z dôvodu prehľad-
ného objasnenia prvkov grafického používateľského rozhrania sú na obrázku tieto prvky
rozdelené na 4 logické časti, ktoré sú označené písmenami A až D, pričom každá časť je
označená rámčekom príslušnej farby. Každá z týchto častí bude podrobne vysvetlená v na-
sledujúcom texte.
Obrázok B.1: Grafické používateľské rozhranie s vopred nastaveným rozložením okien
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Časť A (Označená rámčekom červenej farby) obsahuje hlavnú programovú lištu, ktorá
slúži na ovládanie nástroja AutoCheck. Obsahuje nasledujúce položky:
• File (Súbor) - práca so súbormi, ktoré sú súčasťou analýzy - vytvorenie nového sú-
boru, uloženie súboru, export/import súboru a ďalšie,
• View (Zobrazenie) - zobrazenie jednotlivých okien nástroja:
– Source (Nastavenie zobrazenia v editore zdrojových kódov) - Obsahuje nastave-
nia zobrazenia čísla riadkov a šablón pre jazyk v ktorom bol obvod popísaný,
– Show Error/Warnings (Zobraz Chyby/Varovania) - okno obsahujúce chyby a
varovania ktoré vznikli pri analýze nástrojom AutoCheck,
– Objects (Objekty) - okno obsahujúce objekty obvodu - registre a signály ob-
vodu. Pre každý objekt je možné zobraziť kontextové menu s možnosťami pre
detailnejšie zobrazenie (napr. deklarácie v zdrojovom kóde alebo v schéme) a
vytvorenie direktívy,
– Transcript (Protokol)- okno s protokolom, kde sú uvedené informácie o chybách,
ktoré môžu vzniknúť pri práci s nástrojom Autocheck. Okno sa otvára v logickej
časti D,
– Project (Projekt) - okno s informáciami o projekte ktorý obsahuje verifikovaný
obvod. Pre verifikáciu obvodu nástrojom Autocheck nie je potrebné vytvárať
projekt. Okno sa otvára v logickej časti C,
– Library (Knižnica) - okno s knižnicami, ktoré sa využívajú pri preklade zdro-
jového kódu obvodu a verifikácií. Medzi knižnicami sa nachádza aj pracovná
knižnica work, ktorá obsahuje verifikovaný obvod. Okno sa otvára v logickej
časti C,
– Directives (Direktívy) - okno s direktívami, ktoré boli špecifikované pri analýze
obvodu. Vyvolaním kontextového menu je možné pridať direktívy, pokiaľ boli
špecifikované pri analýze je možné ich upraviť, vymazať, importovať alebo ex-
portovať. Okno sa otvára v logickej časti C,
– Details (Detaily) - okno s detailnými informáciami o konkrétnom porušenom
formálnom tvrdení,
– Design (Návrh) - okno s hierarchickou stromovou štruktúrou znázorňujúcu jed-
notlivé bloky verifikovaného obvodu. Okno sa otvára v logickej časti C,
– Modules (Moduly) - okno obsahujúce zoznam jednotlivých moduluv verifikova-
ného obvodu. Okno sa otvára v logickej časti C,
– Resets (Resetovacie signály) - okno so zoznamom resetovacích signálov verifiko-
vaného obvodu. Okno sa otvára v logickej časti C,
– Clocks (Hodinové signály) - okno so zoznamom hodinových signálov verifikova-
ného obvodu. Okno sa otvára v logickej časti C,
– Control Point Values (Hodnoty kontrolných bodov) - okno so zoznamom vstup-
ných stimulov, ktoré viedli k porušeniu formálneho tvrdenia.
– FSM List (Zoznam konečných automatov) - okno so zoznamom konečných au-
tomatov, pokiaľ boli vo verifikovanom obvode detegované,
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– Policy Checks (Kontrola politík formálnych tvrdení) - okno so zoznamom poru-
šení politík formálnych tvrdení, ktoré boli zistené počas ich kontroly. Okno so
zoznamom resetovacích signálov verifikovaného obvodu. Okno sa otvára v logic-
kej časti D,
– Property Checks (Formálne tvrdenia vlastností) - okno so zoznamom formálnych
tvrdení vlastností. Okno sa otvára v logickej časti D,
– Propeties (Vlastnosti) - Okno so zoznamom formálny tvrdení. Toto okno obsa-
huje informácie o formálnych tvrdeniach, ktoré boli aplikované na verifikovaný
obvod. Tieto formálne tvrdenia sú zapísané v špecializovanom jazyku pre zápis
formálnych tvrdení (SVA, PSL). Podrobný postup pri zápise vlastných formál-
nych tvrdení je uvedený v kapitole 5.2, ktorá sa zaoberá verifikačným nástrojom
Questa Formal,
– Design Checks (Kontrola obvodu) - okno so zoznamom všetkých porušení for-
málnych tvrdení, ktoré boli aplikované počas kontroly nástrojom AutoCheck.
Zobrazenie je organizované v stromovej štruktúre podľa definovaných skupín
jednotlivých typov porušení (viď. tabuľka 3.1). Okno sa otvára v logickej časti
D,
– Design Checks Summary (Prehľad formálnych tvrdení obvodu) - okno s podrob-
ným zoznamom typov formálnych tvrdení, ktoré boli využité pri verifikácií ob-
vodu,
• Compile (Preklad) - ponuka s možnosťou vykonania prekladu zdrojových súborov.
Preklad je možné spustiť iba v prípade, ak bol vytvorený projekt a následne boli
do neho vložené zdrojové súbory. Nakoľko pri analýze obvodu nevyužívame možnosť
vytvorenia projektu a preklad, ako aj analýzu vykonávame v tzv. režime dávky (str.
23), túto funkcionalitu grafického používateľského rozhrania nebudeme využívať.
• Formal (Formal) - ponuka s možnosťou spustenia verifikácie. Rovnako, ako je uve-
dené v predchádzajúcom bode, z dôvodu nevyužitia možnosti projektu a vykonania
verifikácie v režime dávky, túto funkcionalitu grafického používateľského rozhrania
nebudeme využívať,
• Tools (Nástroje) - ponuka obsahujúca nasledujúce možnosti:
– vyhľadanie cesty medzi signálmi verifikovaného obvodu pomocou nástroja
”
Trace
Path.. .“. Signály medzi ktorými je možné vyhľadať cestu je potrebné vybrať
v okne Objekty, Schémy alebo v editore zdrojového kódu. Signály sa pridajú
pomocou možnosti z kontextovej ponuky
”
From“ a
”
To“. Pokiaľ cesta medzi
vybratými signálmi existuje, zobrazí sa schéma s touto cestou v novom okne,
– zmena grafických nastavení grafického používateľského rozhrania pomocou po-
nuky
”
Edit Preferences.. .“
– vyhľadávanie vo verifikovanom obvode pomocou ponúk
”
Find..“ a Find in Desing.. .,
– vymazanie vyrovnávacej pamäte (angl. cache) a všetkých informácií spojených
s analýzou, pomocou ponuky
”
Clean Database and Cache“.
• Reports (Hlásenia) - ponuka obsahujúca hlásenia, ktoré boli vygenerované počas
analýzy. Po zvolení sa príslušné hlásenie otvorí v novom okne,
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• Logs (Záznamy) - ponuka obsahujúca záznamy z vykonanej analýzy. Záznamy ob-
sahujú podrobné informácie o jej priebehu. Po zvolení sa príslušný záznam otvorí v
novom okne,
• Layout (Rozloženie okien) - ponuka obsahujúca možnosti rozloženia okien. Obsahuje
päť preddefinovaných rozložení:
– Default,
– AutoCheck Debug,
– DB Default,
– Source Default,
– AutoCheck Default.
Tieto nastavenia je možné konfigurovať podľa vlastného výberu, nakonfigurované roz-
loženie je možné uložiť, mazať, prípadne vrátiť do pôvodného stavu zvoleného pred-
definovaného rozloženia,
• Window (Okno) - ponuka obsahujúca možnosti pre prácu s jednotlivými oknami ná-
stroja AutoCheck. Jednotlivé okná je možné usporiadať vertikálne alebo horizontálne,
nastaviť klávesové skratky, upraviť panel nástrojov (podrobný popis panela nástrojov
sa nachádza časti B).
Časť B (Označená rámčekom oranžovej farby) obsahuje panel s nástrojmi. Pomocou
tohto panelu má používateľ možnosť vykonať nasledujúce operácie:
• Vytvorenie nového súbor typu VHDL, Verilog, SystemC, SystemVerilog, Do alebo iný
(Other),
• Otvorenie súboru,
• Uloženie súboru,
• Tlač súboru,
• Operácie editácie textu - kopírovať, vystrihnúť, prilepiť, vrátiť sa o krok dozadu,
posunúť sa o krok dopredu,
• Vyhľadanie v súbore,
• Zvoliť šablónu jazyka (táto možnosť je aktívna pri editácií zdrojového kódu),
• Navigačné tlačidlá,
• Preklad návrhu, spustenie formálnej verifikácie,
Časť C (Označená rámčekom zelenej farby) tvorí jednu z hlavných častí grafického použí-
vateľského rozhrania. V tejto časti sa otvárajú jednotlivé okná ladiacich nástrojov.
Časť D (Označená rámčekom modrej farby) tvorí druhú dôležitú časť grafického použí-
vateľského rozhrania, obsahuje okná s výsledkami formálnej verifikácie.
Každé okno nástroja je možné ovládať pomocou troch tlačidiel (obrázok B.2) umiestne-
ných v pravom hornom rohu okna. Tieto tlačidlá majú nasledujúcu funkcionalitu:
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• Priblíženie/Oddialenie okna (Zoom/Unzoom) - po kliknutí na toto tlačidlo sa logická
časť C a logická časti D zjednotia do jednej časti a táto časť bude obsahovať všetky
otvorené okná. Po opätovnom kliknutí na toto tlačidlo sa rozloženie okien vráti do
pôvodného stavu,
• Zakotvenie/Odpojenie okna (Dock/Undock) - po kliknutí na toto tlačidlo sa aktívne
okno odpojí od nástroja a zobrazí sa v samostatnom okne. K tomuto oknu pribudne
v záhlaví logická časť A a B. Po opätovnom kliknutí na toto tlačidlo sa aktívne okno
zakotví na pôvodné miesto v rámci logickej časti,
• Uzavretie okna (Close) - po kliknutí na toto tlačidlo sa uzavrie aktívne okno nástroja.
Obrázok B.2: Tlačidlá pre ovládanie jednotlivých okien nástroja.
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Dodatek C
Blokové schémy verifikovaného
obvodu
V nasledujúcej prílohe sa nachádzajú blokové schémy jednotlivých modulov verifikovaného
obvodu predajného automatu (Vending Machine Controller), ktoré boli vytvorené na zá-
klade dostupných zdrojových kódov. Pre prehľadnosť sa každá schéma modulu nachádza
na vlastnej strane. Červenou farbou sú zvýraznené signály, ktoré nie sú v obvode zapojené.
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Obrázok C.6: Konečný automat nachádzajúci sa v komponente dispense.vhd.
Obrázok C.7: Konečný automat popisujúci komponentu change.vhd.
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Dodatek D
Formálne tvrdenia aplikované na
verifikovaný obvod
bind vending_machine_controller assert_vending_machine_controller
//instancovanie vstupnych rozhrani k formalnemu tvrdeniu
assertions_vmc (
// hodinovy a resetovaci signal
.i_rstn(i_rstn),
.i_clk(i_clk),
// signaly zbernice APB
.i_vmc_pclk(i_vmc_clk),
.i_vmc_presetn(i_vmc_resetn),
.i_vmc_paddr(i_vmc_paddr),
.i_vmc_pselx(i_vmc_pselx),
.i_vmc_penable(i_vmc_penable),
.i_vmc_pwrite(i_vmc_pwrite),
.i_vmc_pwdata(i_vmc_pwdata),
.o_vmc_prdata(o_vmc_prdata),
// signaly pre indikaciu vhodenych minci
.i_nickel(i_nickel),
.i_dime(i_dime),
.i_quarter(i_quarter),
.i_dollar(i_dollar),
// signaly pre vyber produktu
.i_sel_A(i_sel_A),
.i_sel_B(i_sel_B),
.i_sel_C(i_sel_C),
.i_sel_1(i_sel_1),
.i_sel_2(i_sel_2),
.i_sel_3(i_sel_3),
// signaly pre vydaj produktu
.o_dispense_A1(o_dispense_A1),
.o_dispense_A2(o_dispense_A2),
.o_dispense_A3(o_dispense_A3),
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.o_dispense_B1(o_dispense_B1),
.o_dispense_B2(o_dispense_B2),
.o_dispense_B3(o_dispense_B3),
.o_dispense_C1(o_dispense_C1),
.o_dispense_C2(o_dispense_C2),
.o_dispense_C3(o_dispense_C3),
// signaly pre vydaj minci
.o_nickel_chg(o_nickel_chg),
.o_dime_chg(o_dime_chg),
.o_quarter_chg(o_quarter_chg)
);
// oznacenie modulu obsahujuce formalne tvrdenia
module assert_vending_machine_controller (
// vstupne signaly pre modul ktory obsahuje formalne tvrdenia
// nazvy signalov musia zodpovedat ich instancii
// hodinovy a resetovaci signal
input i_rstn,
input i_clk,
// rozhranie k zbernici APB
input i_vmc_pclk,
input i_vmc_presetn,
input [31:0] i_vmc_paddr,
input i_vmc_pselx,
input i_vmc_penable,
input i_vmc_pwrite,
input [31:0] i_vmc_pwdata,
input [31:0] o_vmc_prdata,
// signaly pre indikaciu vhodenych minci
input i_nickel,
input i_dime,
input i_quarter,
input i_dollar,
// signaly pre vyber produktu
input i_sel_A,
input i_sel_B,
input i_sel_C,
input i_sel_1,
input i_sel_2,
input i_sel_3,
// signaly pre vydaj produktu
input o_dispense_A1,
input o_dispense_A2,
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input o_dispense_A3,
input o_dispense_B1,
input o_dispense_B2,
input o_dispense_B3,
input o_dispense_C1,
input o_dispense_C2,
input o_dispense_C3,
// signaly pre vydaj minci
input o_nickel_chg,
input o_dime_chg,
input o_quarter_chg
);
// pomocne signaly pre formalne tvrdenie
wire clk = i_clk;
wire rstn = i_rstn;
// ****************************************************************************
// Pri vydaji produktu moze byt aktivny vzdy iba 1 signal pre vydaj
// ****************************************************************************
// zbernica ktora zlucuje vsetky signaly pre vydaj produktu
wire [8:0] dispense = {o_dispense_A1,o_dispense_A2, o_dispense_A3,
o_dispense_B1,o_dispense_B2, o_dispense_B3,
o_dispense_C1,o_dispense_C2, o_dispense_C3};
assert_signal_dispense: assert property (@(posedge clk)
disable iff (~rstn) $onehot0(dispense));
// ****************************************************************************
// Pri vydaji minci moze byt aktivny vzdy iba 1 signal pre vydaj
// ****************************************************************************
// zbernica ktora zlucuje vsetky signaly pre vydaj minci
wire [2:0] change = {o_nickel_chg, o_dime_chg, o_quarter_chg};
assert_singal_change: assert property (@(posedge clk)
disable iff (~rstn) $onehot0(change));
// ****************************************************************************
// Pri vydaji mince
’’
quarter‘‘ musi byt v nasledujucom hodinovom cykle hodnota
// signalu nulova (hodnota signalu musi pulzovat)
// ****************************************************************************
aassert_vydaj_mince_quarter : assert property (@(posedge clk)
disable iff (~rstn) $rose(o_quarter_chg) |=> !o_quarter_chg );
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// ************************************************************************
// Po zaplateni produktu A1 ho automat vyda zakaznikovi
// ************************************************************************
// pomocny register v ktorom sa scitaju hodnoty vhodenych minci
reg [7:0] money_count;
always @(posedge clk) if (~rstn || |dispense)
// po prichode resetovacieho signalu vynuluj register
money_count <= 8’b00000000;
else
if (i_nickel)
money_count <= money_count + 8’b101; //5 centov
else if (i_dime)
money_count <= money_count + 8’b1001; // 10 centov
else if (i_quarter)
money_count <= money_count + 8’b11001; // 25 centov
else if (i_dollar)
money_count <= money_count + 8’b1100100; // 100 centov
else
money_count <= money_count;
assert_vydaj_produkt_A1: assert property (@(posedge clk) disable iff (~rstn)
money_count == 8’b110111 ##1 i_sel_A ##1 i_sel_1 |=> ##3 o_dispense_A1 );
// ****************************************************************************
// Po vlozeni minci v hodnote vacsej ako 5 centov automat vyda akykolvek
// produkt B
// ****************************************************************************
assert_vydaj_produkt_BX: assert property (@(posedge clk) disable iff (~rstn)
money_count > 8’b101 ##1 i_sel_B ##1 (i_sel_1 || i_sel_2 || i_sel_3) |=>
(##3 (o_dispense_B1 || o_dispense_B2 || o_dispense_B3)));
// ******************************************************************************
// Pokial vhodim mince v hodnote 1 dolar a viac, automat vrati zakaznikovy mince
// ******************************************************************************
// formalne tvrdenie ktore je vyhodnotene ako prazdne
assert_vydaj_mince: assert property (@(posedge clk) disable iff (~rstn)
$rose(money_count >= 8’b1100100) |=>
(##[0:$] (o_nickel_chg || o_dime_chg || o_quarter_chg)) );
// formalne tvrdenie, ktore je vyhodnotene ako
’’
zive‘‘ vdaka konstrukcii strong()
assert_vydaj_mince_strong: assert property (@(posedge clk) disable iff (~rstn)
$rose(money_count >= 8’b1100100) |=>
strong (##[0:$] (o_nickel_chg || o_dime_chg || o_quarter_chg)) );
endmodule
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