A key purpose of Multi-Agent Systems (MAS) is to assist humans make better decisions given the vast and disparate information that global systems such as the Web have enabled. The resulting popularity of AgentOriented Software Engineering (AOSE) thus demands a methodology that facilitates the development of robust, scalable MAS implementations that recognise real-world semantics. Using an exemplar in the Community Healthcare domain and Conceptual Graphs (CG), we describe an AOSE approach that elicits the hitherto hidden requirements of a system much earlier in the software development lifecycle, whilst also incorporating modelchecking to ensure robustness. The resulting output is then available for translation into Agent Oriented Unified Modelling Language (AUML) and further developed using the agent development toolkit of choice.
Introduction
The Multi-Agent System (MAS) paradigm is proving a popular approach for the representation of complex computer systems. Social abilities, without which agents cannot interact, interoperate and most importantly, collaborate, are fundamental to the coordination of enterprises and the systems required to support their operations. Unified Modelling Language (UML, www.uml.org) Actors, whether they are human, software or external legacy systems, appear to map readily to agents, and the notion of goal attainment also indicates a plausible link between software abstraction and the real-world [1] .
The resulting popularity of Agent-Oriented Software Engineering (AOSE) has thus demanded a methodology that facilitates the development of robust, scalable MAS implementations that recognise these real-world semantics [2] . However, whilst many approaches and tools assist the generation of MAS models, most of the development has focussed upon the analysis and specification stages of the software development lifecycle. Developers typically assemble abstract models, which are iterated into a series of design models using the Unified Modelling Language (UML) or more recently, Agent-Oriented Modelling Language (AUML) [3] . An approach that utilises MAS platforms and toolkits such as JADE [4] , to replicate existing systems from class model representations is also attractive to developers as relatively simple mappings from classes to agents are realised, though it does require a familiarity with Java and an understanding of how real-life interaction scenarios can be decomposed and translated into program code. However, the generation of detailed program designs, and subsequent code, often results in a significant departure from the more abstract models as many important facets have not been elicited during the requirements capture phase.
AOSE methodologies such as Gaia, Prometheus, Zeus and MaSE have attempted to address these problems and provide a unifying development framework [5] [6] [7] [8] . Except for Tropos [9] however, little work has been published that encompasses the whole cycle from initial requirements capture through to implementation of MAS.
Tropos attempts to facilitate the modelling of systems at the knowledge level and highlights the difficulties encountered by MAS developers, especially since notations such as UML force the conversion of knowledge concepts into program code representations [9] . As a methodology Tropos seeks to capture and specify 'soft' and 'hard' goals during an 'Early Requirements' capture stage, in order that the BeliefDesire-Intention (BDI) architectural model of agent implementation can be subsequently supported [10, 11] . Whilst model-checking is provided through the vehicle of Formal Tropos [12] , this is an optional component and is not implicit within the MAS realisation process.
It is important to have a much deeper level of understanding of a system from the outset, ensuring that fundamental business concepts are captured, described and understood. Whilst conceptual modelling is often a means by which rich, flexible scenarios can be captured, there is an inherent difficulty in specifying a design later in the development lifecycle. This is compounded by the fact that flexibility often leads towards lack of discipline, or consistency, in modelling, thus there is a need for a concept-led, rigorous elicitation process, prior to MAS specification and design.
Our aim thus is to provide an extended and more rigorous means of capturing requirements for MAS at the outset, by addressing the need to scrutinise qualitative concepts that exist in the MAS environment, prior to more detailed analysis and design with existing methodologies. Extensions to the UML meta model such as AUML [3] , have simplified the design and specification of agent characteristics such as interaction protocols, yet the process of gathering and specifying initial requirements is often limited to the discipline and experience of the MAS designer, using established notations such as UML's use case diagrams [13] . This paper therefore proposes and describes an improved MAS design framework that places a rigorous emphasis upon the initial requirements capture stage. Section 2 describes some of the shortcomings of requirements capture for MAS development, before explaining the proposed process in Section 3. Section 4 uses an exemplar case study in the Community Healthcare domain to explicate the process in detail, illustrating the significance of the results.
Capturing Requirements
Whilst AUML addresses some of the complexities of MAS model generation, the consideration of communication protocols, behaviours and allocation of tasks and
