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Pametni telefoni so vse bolj pomemben del našega vsakdanjika. Operacijski sistem Android je 
najbolj razširjen in popularen med uporabniki in razvijalci. V tem diplomskem delu smo 
raziskali možnosti razvoja aplikacij v okolju Android, ki se jih ponavadi piše v programskem 
jeziku Java. Na trgu pa se je pojavil nov programski jezik imenovan Kotlin. Zanimalo nas je, ali 
lahko ta nadomesti velikana Javo, kje je boljši, kje je primerljiv in kje je slabši. 
Predstavili smo lastnosti jezikov pri izdelavi aplikacij za platformo Android. Izdelali smo 
aplikaciji v obeh jezikih, da bi lahko primerjali njune sposobnosti in njun potek razvoja. 
Tehnične lastnosti smo primerjali glede na čas gradnje, porabo procesorske moči, porabo 
pomnilnika in število metod. Izdelali smo tudi enostavno anketo, ki je druge kolege povprašala, 
kaj si mislijo o jezikih. 
Ugotovili smo, da je programski jezik Kotlin primerljiv z jezikom Java v času inkrementalne 
gradnje, a je opazno počasnejši pri čisti gradnji aplikacije. Jezika sta primerljiva tudi glede na 
učinkovitost izvajanja, kar zajema porabo procesorske moči in porabo pomnilnika. Pri 
prevajanju jezika Kotlin z uporabo orodja ProGuard dobimo skoraj enako število metod kot pri 
prevajanju jezika Java. Rezultatov ankete so prikazali, da anketiranci menijo, da je Kotlin bolj 
berljiv kot Java. 
V delu smo zaključili, da je programski jezik Kotlin dobra alternativa jeziku Java. Kotlin rešuje 
mnoge probleme, s katerimi se srečujejo programerji aplikacij, napisanih v Javi. Kotlin nam 
omogoča, da pišemo berljivo izvorno kodo, kar pomeni lažjo krmarjenje in urejanje.  





COMPARISON OF APPLICATION DEVELOPMENT IN PROGRAM LANGUAGES 
JAVA AND KOTLIN FOR ANDROID PLATFORM 
Smart phones are becoming an important part of our every day life. The Android operating 
system is the most common and popular operating system amongst users and developers. In 
this work we studied the ways in which the Android application development are usually 
written in the Java programming language. There is a new programming language on the 
market called Kotlin. We wanted to find out if Kotlin could replace the giant Java, in which 
areas it is better, where it is comparable and where it is worse.  
We introduced the properties of both languages when developing applications for the Android 
platform. We created applications in both language to compare their compatabilities and 
workflow. We compared tehnical properties, which included build time, CPU usage, RAM 
usage and method count. We also carried out a simple survey, in which we questioned other 
colleagues about their thoughts on the two programming languages. 
We concluded that the Kotlin language is comparable with the Java language, when using 
incremental build, but is noticeably slower when using clean build. The two languages are 
comparable in effectiveness, including in CPU and RAM usage. When translating from Kotlin 
using the ProGuard tool, we achieved almost the same number of methods as we did  when 
translating from Java. The results of the survey showed, that the respondents considered 
Kotlin to be more readable than Java. 
In this study we have concluded that the Kotlin programming language is a good alternative 
to Java. Kotlin solves many problems, which are dealt with by Java application programmers. 
Kotlin enables us to write a readable source code, which means easier navigation and editing. 
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Pametni telefoni in tablični računalniki so čedalje pomembnejši del našega življenja. Najbolj 
razširjena je platforma Android, ki nam omogoča, da z uporabo programskih jezikov, kot je 
Java, dokaj enostavno izdelamo aplikacije. Na trgu pa se je pojavila perspektivna alternativa 
Javi, programski jezik Kotlin. Slednji naj bi rešil precej problemov, ki jih ima Java. Denimo, 
izboljšal naj bi berljivost izvorne kode in rešil problem neobveznosti (angl. nullability) oziroma 
obravnavanje spremenljivke brez vrednosti. Jezik je bil od začetka zasnovan za razvoj aplikacij 
za platformo Android, a se je razširil tudi na druge platforme (namizne aplikacije, internetne 
aplikacije, internet stvari). Dodaten zagon je jeziku dalo tudi podjetje Google na dogodku 
»I/O« leta 2017, ko je potrdilo prvorazredno podporo jeziku na platformi Android. To pomeni, 
da bo Kotlin podpiral vse funkcionalnosti kot Java, dobil pa bo tudi dodatno podporo. 
Namen diplomske naloge je, da prikaže razlike med razvojem aplikacij v programskih jezikih 
Java in Kotlin ter da predvsem pri slednjem določi, kako njegova uporaba vpliva na potek 
izdelave aplikacij, kaj to pomeni za programerja in s kakšnimi izzivi se le-ta sooča. Ker veliko 
časa pri razvoju porabimo za pisanje, pregledovanje in urejanje izvorne kode, bi radi primerjali 
preglednost in berljivost le-te glede na izbran jezik. Konkretno nas zanima, ali uporaba Kotlina 
pripomore k boljšemu razumevanju izvorne kode. Zanima nas tudi, kako se v izvorni kodi 
znajde programer, ki programskega jezika Kotlin ne pozna. Cilj diplomske naloge je tudi, da 
ugotovi, kako se spreminja zastopanost programskih jezikov na spletni platformi GitHub, kako 
lahko jezika sodelujeta in kakšne so pri tem omejitve. Povezljivost (angl. interoperability) 
pomeni medsebojno sodelovanje Jave in Kotlina v skupnem projektu. V diplomski nalogi pa bi 
tudi radi primerjali konkretne razlike med aplikacijama, napisanima v Javi in v Kotlinu, kot so 
prevajalni čas, število metod in učinkovitost izvajanja. 
Pred začetkom dela smo postavili sedem hipotez, ki smo jih hoteli v tem delu ali potrditi ali 
ovreči in ugotoviti, zakaj je bila hipoteza napačna. 
H1: Programski jezik Kotlin lahko v celoti nadomesti programski jezik Java pri izdelavi aplikacij 
za platformo Android. 
H2: Programski jezik Kotlin je primerljiv s programskim jezikom Java glede prevajalnega časa, 
števila metod in hitrosti izvajanja. 
H3: Programski jezik Kotlin lahko v celoti uporablja funkcije iz programskega jezika Java. 
H4: Programski jezik Java lahko v celoti uporablja funkcije iz programskega jezika Kotlin. 
H5: Programski jezik Kotlin je bolj razumljiv in pregleden kot Java. 
H6: Programski jezik Kotlin je razumljiv, tudi če bralec ne pozna jezika. 
H7: Programski jezik Java je bolj popularen, vendar pa Kotlin hitreje pridobiva na popularnosti. 
Da bi lahko primerjali izdelavo in izvajanje aplikacij, bomo izdelali dve identični aplikaciji, eno 
v programskem jeziku Java in drugo, napisano v programskem jeziku Kotlin. Tako bomo lahko 
primerjal tehnične lastnosti jezikov, kot je hitrost prevajanja, hitrost izvajanja in število metod. 
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Da lahko zagotovimo konsistentne podatke, bomo za primerjave tehničnih lastnosti jezikov 
izdelali tudi orodja, ki nam bodo avtomatizirala postopke analiz in nam rezultate prikazala v 
grafikonih. 
Izdelali bomo tudi enostavno anketo, v kateri bomo anketirancem predstavil primere izvornih 
kod v programskem jeziku Java in programskem jeziku Kotlin in jih povprašali po njihovem 
mnenju glede preglednosti in razumljivosti. Ugotovili pa bomo lahko tudi, kako razširjen je 




2 PLATFORMA ANDROID 
2.1 O PLATFORMI 
Mobilni operacijski sistem Android je trenutno najbolj popularna in razširjena platforma za 
pametne telefone med uporabniki in razvijalci. Je odprtokodni projekt pod licenco Apache, ki 
ga razvija podjetje Google. Operacijski sistem lahko trenutno najdemo na več kot treh četrinah 
vseh naprav in na več kot štiri tisočih različnih napravah po celotnem svetu. Trenutno ima 
Android okoli dve milijardi aktivnih uprabnikov. Operacijski sistem Android se trenutno 
uporablja v pametnih telefonih, televizorjih, urah, avtomobilih ter IoT napravah. 
Slika 1: Logotip platforme Android 
 
Vir: Wikipedia (2019) 
Sistem je narejen tako, da lahko deluje na napravah različnih velikosti zaslona, zmogljivosti in 
namembnosti. Po zasnovi ponuja odprtokodno ločitev strojne opreme od programske 
opreme, saj je osnovan na odprtokodnem operacijskem sistemu Linux. Tako lahko zunanji 
proizvajalci strojne opreme prilagodijo operacijski sistem, da deluje na njihovi strojni opremi, 
in ji dodajo dodatne funkcionalnosti ter prilagodijo izgled svojim potrebam in okusu. To 
pomeni, da proizvajalcu strojne opreme ni potrebno razvijati novega operacijskega sistema, 
ampak ga lahko brezplačno priredi, kar omogoča cenejši in lažji razvoj pametnih telefonov. 
Zaradi razširjenosti in odprtokodne narave je operacijski sistem postal močna platforma, kjer 
lahko razvijalci razvijajo in delijo mobilne aplikacije. To se pozna pri uporabnikih, saj je na voljo 
ogromna količina aplikacij, katerih večina je brezplačnih, saj razvijalci programske opreme 
nimajo stroškov z nakupi licenc za uporabo standardnih knjižnic. 
Android tako lahko običajno predstavimo kot kombinacijo treh komponent (Meier, 2010): 
‒ brezplačen in odprtokodni mobilni operacijski sistem za mobilne naprave, 
‒ odprtokodna razvojna platforma za ustvarjanje mobilnih aplikacij, 
‒ mobilna naprava (običajno pametni mobilni telefon), ki ima nameščen operacijski sistem 
Android. 
Programski jezik Java je bil izbran kot glavni programski jezik za pisanje aplikacij zaradi njegove 
priljubljenosti in razširjenosti med razvijalci, kar pomeni tudi veliko podporo in številne vire za 
učenje ter deljenje izvornih kod in idej. Programski jezik Java omogoča, da lahko izvorno kodo 
prevedemo v binarno kodo, ki jo potem uporabi virtualni stroj (angl. virtual machine, VM). Ta 
komunicira z operacijskim sistemom naprave in izvede ukaze. To omogoča, da lahko iste 
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binarne datoteke uporabljamo na različnih napravah ne glede na platformo ali arhitekturo 
naprave. 
Arhitekturo platforme Android lahko razdelimo na šest komponent: 
‒ jedro operacijskega sistema Linux, 
‒ abstraktna plast strojne opreme, 
‒ Androidovo okolje izvajanja, 
‒ knjižnice, 
‒ aplikacijsko ogrodje in 
‒ aplikacije. 
Slika 2: Arhitektura operacijskega sistema Android 
 
Vir: Android (2019) 
Jedro operacijskega sistema Linux (angl. Linux Kernel) je optimizirano za delovanje na 
mobilnih napravah. Omogoča komunikacijo z gonilniki naprave, ki znajo upravljati s strojnimi 
komponentami naprave na najnižji ravni. 
Abstaktna plast strojne opreme (angl. Hardware Abstraction Layer, HAL) omogoča delo s 
funkcionalnostmi strojne opreme preko vmesnikov. Ti vmesniki vsebujejo abstraktne metode, 
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preko katerih aplikacijsko ogrodje komunicira s strojnimi komponentami naprave. Ta plast je 
sestavljena iz več različnih knjižnic. Vsaka knjižnica predstavlja svojo komponento. Tako nam 
na primer ta plast ponuja komponento za upravljanje s grafiko, kamero, senzorji ipd. 
Androidovo izvajalno okolje (angl. Android Runtime, ART) vključuje virtualne stroje in 
sistemske knjižnice. Te nam omogočajo komunikacijo z jedrom operacijskega sistema in 
ponujajo dostop do funkcionalnosti, ki jih sistem podpira, kot so upravljanje s grafiko, 
podatkovnimi bazami, šifriranje, itd. Poleg tega nam tako kot virtualni stroj JVM ponuja 
čiščenje spomina, ki se imenuje čiščenje smeti (angl. garbage collection, GC), kar pomeni, da 
namesto nas skrbi za alokacijo in sproščanje pomnilnika. Proizvajalci strojne opreme lahko tudi 
dodajo svoje knjižnice, ki so specifične za njihove naprave. 
Knjižnice napisane v jezikih C in C++ nam ponujajo programske vmesnike, preko katerih lahko 
komuniciramo z drugimi komponentami, ki so prevedene v strojno kodo naprave (angl. native 
code). Komponenta aplikacijskega ogrodja pa nam tudi ponuja vmesnike, napisane v Javi, 
preko katerih lahko te knjižnice uporabimo tudi s programskima jezikoma Java ali Kotlin. 
Aplikacijsko ogrodje (angl. Application Framework) združuje module, ki so zadolženi za 
komunikacijo s prejšnjimi komponentami sistema. Med njimi so upravljalec aktivnosti (angl. 
Activity Manager), ki skrbi za prikaz vsebine na zaslonu, upravljalci s podatki (angl. Content 
Providers), ki omogočajo deljenje podatkov med aplikacijami (npr. kontakti in koledar), 
upravljalec lokacij (angl. Location Manager), ki skrbi za pridobivanje in prikaz lokacije itd. 
Aplikacije (angl. applications) predstavljajo programsko opremo, s katero komunicira končni 
uporabnik naprave. Ker so vse privzete aplikacije na sistemu izdelane v tem nivoju arhitekture, 
jih lahko enostavno odstranimo in nadomestimo z drugimi, razen če nam to onemogoči 
proizvajalec programske opreme. Aplikacije lahko razvija kdorkoli: Google, proizvajalci strojne 
opreme ali zunanji razvijalci, kar končnemu uporabniku prinese visoko stopnjo prilagodljivosti 
sistema. Aplikacije so sestavljene iz večih komponent. Activity predstavlja zaslonsko masko, 
Widget predstavlja posamezen element zaslonske maske, Service skrbi za izvajanje nalog v 
odzadju, Broadcast Receiver pa sprejema sistemska sporočila. Vsaka od teh komponent je 
implementirana kot Javin razred, kar pomeni, da lahko do njih enostavno dostopamo in jih 
upravljamo preko klicev metod. 
2.2 KRATKA ZGODOVINA 
Zgodovina Androida sega nazaj v leto 2003, ko je bilo ustanovljeno podjetje Android Inc. 
Podjetje se je takrat primarno ukvarjalo z razvojem operacijskih sistemov za digitalne 
fotoaparate in kamere.  V tistem času so bili na trgu operacijskih sistemov za mobilne naprave 
največji igralci Symbian, BlackBerry in Windows Mobile. 
Ko se je leta 2005 začenjala tekma za prevlado med platformami za pametne telefone, je 
Android Inc prevzelo podjetje Google. Google je spočetka imel idejo, da ustvari odprto 
platformo za mobilne naprave. Operacijski sistem temelji na odprtokodnem projektu Linux, 
tako da ga lahko uporabljajo tudi drugi proizvajalci pametnih telefonov, kot so Samsung, LG, 
HTC, Huawei ipd. 
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Leta 2007 je Google ustanovil konzorcij OHA, ki je vključeval proizvajalce strojne opreme, kot 
so HTC, Motorola in Samsung. Konzorcij je hotel vzpostaviti standarde za pametne telefone. 
Pod njihovim vodstvom je bila tako leta 2008 predstavljena prva komercialna verzija 
operacijskega sistema Android, ko je prišel na trg prvi pametni telefon s platformo Android, 
imenovan Dream podjetja HTC. 
Podjetje je na začetku poimenovalo verzije alfabetično po znanih robotih, tako sta bili eni 
izmed začetnih verzij poimenovani Astro in Bender po znanih likih iz ameriških stripov. Kasneje 
so jih začeli poimenovati po znanih slaščicah. Tako je bila verzija Android 1.5 poimenovana 
Cupcake. 
Leta 2008 je podjetje izdalo Androidovo standardno knjižnico, ki je bila prilagojena iz Javine 
standardne knjižnice. Ta je zunanjim proizvajalcem programske opreme omogočila, da lahko 
razvijajo aplikacije za platformo. Z uporabo standardne knjižnice lahko razvijalec dostopa do 
raznih funkcionalnosti, ki jih omogoča platforma Android. 
Ker je Google želel, da bi k razvoju aplikacij za njihovo okolje pritegnili čim več zunanjih 
razvijalcev programske opreme, so istega leta objavili prvo različico storitve Google Play, ki je 
bila na začetku poimenovana Android Market. Storitev omogoča distribucijo aplikacij, ki jih 
naložijo zunanji razvijalci. To je spodbudilo razvoj ogromne količine aplikacij, ki se raztezajo 
prek različnih kategorij. Storitev omogoča tudi plačljive aplikacije, a je večina aplikacij na voljo 
brezplačnih. Največje število aplikacij na Google Play je bilo doseženo leta 2017, ko je bilo 
objavljenih 3,5 milijona različnih aplikacij. Od takrat je število manjše, primarno zaradi 
sprememb v pravilnikih za razvijalce in zaradi strožjega nadzora zlorab. Na konferenci »I/O« 
leta 2017 so objavili, da je iz Google Play bilo skupno prenešenih 82 milijard aplikacij. 
Trenutno je na voljo verzija 9.0, imenovana Pie, ki je izšla avgusta leta 2018, večina 
uporabnikov pa uporablja še starejše verzije. Poglejmo si porazdelitev uporabe verzij Android 
(podatki so iz maja 2019): 
Slika 3: Grafikon porazdelitve verzij Android 
 
Vir: Android (2019) 
Iz podatkov lahko ugotovimo, da večino uporabnikov uporablja zadnje verzije sistema 
Android. Trenutno je najbolj popularna verzija Android 8.x Oreo, ki predstavlja skoraj 30 
odstotkov deleža vseh naprav Android. Vidimo lahko tudi, da uporabniki zadnjih petih verzij 
predstavljajo skoraj 90 odstotkov vseh uporabnikov naprav Android. 
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2.3 ORODJA ZA IZDELAVO APLIKACIJ 
2.3.1 Eclipse 
V začetku se je za razvoj aplikacij na platformi Android uporabljalo orodje Eclipse. Eclipse je 
pametni tekstovni urejevalnik. Takrat se je to okolje uporabljalo kot primarno integrirano 
orodje za razvoj JVM aplikacij s programskim jezikom Java. Google je na začetku izdelal 
dodatek za Eclipse, imenovan ADT (angl. Android Development Tools), ki je omogočal 
primarne funkcionalnosti za izdelavo aplikacij. Omogočal je vzpostavitev projekta, ustvarjanje 
in generiranje zaslonskih mask, razhroščevanje (angl. debugging) in prevajanje izvornih 
datotek v podpisane binarne datoteke tipa APK (angl. Android Package). 
Slika 4: Logotip programa Android Studio 
 
Vir: Wikipedia (2019) 
2.3.2 Android Studio 
Kasneje je Google izdal svoje integrirano okolje za razvoj aplikacij (angl. integrated 
development environment, IDE) imenovano Android Studio, ki temelji na odprtokodni 
platformi IntelliJ podjetja JetBrains. To okolje integrira več različnih orodij od urejevalnika 
izvornih kod do upravljanja s kontrolo različic in upravljanja s podatkovnimi bazami. Ker se je 
tako Google osredotočil na razvoj Android Studia, je ta postal standard za razvoj Android 
aplikacij. 
Slika 5: Logotip programa Android Studio 
 
Vir: Wikipedia (2019) 
Velik del okolja so orodja za generiranje izvorne kode. Z njihovo uporabo lahko pospešimo in 
poenostavimo razvoj zaslonskih mask. Taka orodja nam omogočajo vizualno reprezentacijo 
maske in generiranje oziroma urejanje izvorne kode s premikom elementov na zaslonu in 
izpolnjevanjem obrazcev. 
Razvijalcu omogoča tudi globoko razumevanje izvajanja programa z uporabo razhroščevalnika 
(angl. debugger) ali orodja za profiliranje. Razhroščevalnik razvijalcu omogoča, da lahko 
nastavlja točke vsiljenih zaustavitev (angl. breakpoints), kjer se izvajanje programa zaustavi in 
razvijalcu omogoči premikanje po izvajanju programa vrstico za vrstico in prikaže trenutne 
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vrednosti spremenljivk. Profiliranje se uporablja za spremljanje učinkovitosti izvajanja 
programa. Razvijalcu omogoči pregled nad uporabo procesorske moči, pomnilnika in 
internetne povezave. Prav tako nam omogoča prikaz sledenja klicev metod, ki se izvajajo v 
določenem trenutku izvajanja programa. 
Android Studio za osnovo uporablja odprtokodno platformo IntelliJ. Tako je na voljo tudi veliko 
orodij preko razširitev, ki so razvite za platformo IntelliJ ali specifično za Android Studio. Ker 
ima Android Studio za sabo zvesto ekipo in odprtokodno skupnost, ki skrbita za razvoj okolja, 
ta redno dobiva popravke, posodobitve in nova orodja. 
2.3.3 Gradle 
Android Studio že od začetka uporablja Gradle kot glavno platformo, za čim bolj 
avtomatizirano grajenje in sestavljanje aplikacij. Gradle je odprtokodni projekt, ki za 
programski jezik uporablja prilagojeno verzijo jezika Groovy. Zadnje čase se za alternativo 
programskemu jeziku Groovy uporablja tudi Kotlin, a je še v začetnih fazah razvoja. 
Slika 6: Logotip orodja Gradle 
 
Vir: Wikipedia (2019) 
Z uporabo Gradle lahko enostavno konfiguriramo gradnjo svojega projekta. Tako nam Gradle 
ponuja, da iz istega projekta gradimo različne tipe in vrste aplikacij z uporabo iste izvorne kode. 
Vsak projekt za platformo Android, ki uporablja ta sistem, mora vsebovati datoteko 
build.gradle v korenu projekta in datoteko build.gradle v mapi, kjer se nahaja 
modul aplikacije. Slednja se ponavadi nahaja v mapi app. V teh datotekah nastavimo ime in 
verzijo aplikacije, imena in verzije knjižnic, od katerih je projekt odvisen, in druge nastavitve, 
ki se tičejo projekta. Z uporabo Gradle pa lahko razvijalec napiše novo funkcionalnost, ki se 
uporabi ob gradnji aplikacije. Tako lahko na primer dodamo funkcionalnost, ki nam po uspešni 
gradnji projekta aplikacijo premakne na mesto, ki smo ga določili. S uporabo Android razširitve 
je gradnja Android aplikacij zelo poenostavljena, saj nam ob vzpostavitvi novega projekta 
Android Studio sam ustvari osnovno strukturo datotek build.gradle. 
2.3.4 ADB 
Pomembno orodje pri razvoju aplikacij je tudi orodje ADB (angl. Android Debug Bridge), ki je 
namenjeno za uporabo iz ukazne vrstice (angl. command-line) in omogoča funkcionalnosti za 
upravljanje naprave Android. To so nameščanje in odstranjevanje aplikacij, dodeljevanje 
pravic (angl. permissions), dostop do ukazne vrstice naprave, zajem zaslona in razne druge 
funkcionalnosti za upravljanje z napravo. Čeprav Android Studio omogoča uporabo ADB preko 
uporabniških vmesnikov in razvijalcu ni potrebno uporabljati orodja v ukazni vrstici, je ADB 
zelo koristno orodje, ki nam je zelo koristilo pri izdelavi te diplomske naloge. 
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3 PROGAMSKI JEZIK KOTLIN 
3.1 O JEZIKU 
Pred prihodom Kotlina so bili na JVM platformi največji programski jeziki Java, Scala, Groovy 
in Clojure. To so bili večinoma starejši jeziki, ki so bili omejeni z dodajanjem novih 
funkcionalnosti in paradigem, saj so morali podpirati prejšnje verzije jezika. Vsak jezik je 
reševal težave na svoj način in med sabo niso ponujali povezljivosti. To je ponudilo priložnost 
razvoju novega programskega jezika, ki bi naslovil te probleme. 
Leta 2011 je podjetje JetBrains predstavilo odprtokodni projekt Kotlin, nov progamski jezik za 
JVM ekosistem. Tako kot Java, ki je ime dobila po otoku Java v Indoneziji, je Kotlin ime dobil 
po otoku Kotlin blizu Sankt Petersburga. JetBrains se primarno ukvarja z izdelavo orodij za 
razvijalce programske opreme. Njihova znana orodja so PyCharm, PHPStorm in IntelliJ, ki pa 
je tudi osnova za Android Studio. Ustvarili so jezik, ki je »pragmatičen, varen, zgoščen in 
povezljiv z Javo« (D. Jemerov & S. Isakova, 2017, str. 16). Ker pa se podjetje ukvarja z izdelavo 
orodij, so hoteli jezik, za katerega se bi dalo ustvarjati dobra orodja.  
Slika 7: Logotip programskega jezika Kotlin 
 
Vir: Wikipedia (2019) 
Programski jezik Kotlin, njegov prevajalec in njegove knjižnice so odprtokodne pod licenco 
Apache 2. To pomeni, da lahko kdorkoli prebira, ureja in dodaja funkcionalnosti na portalu 
GitHub. 
Kotlin je podobno kot Java objektno usmerjen programski jezik, a združuje tudi osnove 
funkcijskega programiranja. Prednosti funkcijskega programiranja so: 
‒ prvorazredne funkcije, 
‒ nespremenljivost in 
‒ brez stranskih učinkov. 
Dejstvo, da so funkcije prvorazredne pomeni, da se lahko obnašajo kot vrednosti. 
Nespremeljivost zagotavlja, da se vrednost spremenjivke ne da spreminjati po njegovi kreaciji. 
Z porabo funkcij zagotovimo, da za iste vhodne vrednosti dobimo vedno iste izhodne 
vrednosti, ne da bi posegli v stanje drugegih objektov in s tem povzročili stranske učinke. 
Kotlin uporablja močne statične tipe objektov, kar omogoča, da so tipi objektov znani že v teku 





‒ vzdrževanje in 
‒ podpora s z orodji. 
Pri statičnih tipih objektov je klicanje metod učinkovitejše, saj nam ni treba ugotavljati tipov 
objektov med izvajanjem programa. Ker lahko tipe objektov ugotovimo v teku prevajanja, 
lahko možne napake ujame prevajalnik, kar zagotavlja zanesljivost. Vzdrževanje in delo z 
nepoznano kodo je enostavnejše, saj lahko vidimo, s kakšnimi tipi se ukvarjamo. Statični tipi 
omogočajo prevajalnikom in IDE urejevalnikom, da lahko pridobijo več informacij o programu 
in nam s tem pomagajo pri razvoju. 
Izkazalo se je, da Kotlin lahko postane programski jezik, ki bi se ga dalo uporabljti na več 
različnih platformah. Jezik se je začel uporabljati za alternativo drugim programskih jezikom 
izven JVM ekosistema. Tako se da izvorne kode, napisane v Kotlinu, prevajati tudi v programski 
jezik JavaScript in z uporabo prevajalnika LLVM tudi v strojno kodo. To nam potencialno 
omogoča, da lahko isto izvorno kodo uporabljamo v različnih projektih na več različnih 
arhitekturah in platformah. 
Kotlin se dandanes uporablja povsod, kjer se uporablja Java, od strežniških aplikacij, mobilnih 
aplikacij do obdelave podatkov. Že od prvih verzij se je Kotlin dobro prijel pri razvijalcih 
aplikacij Android, kjer se je izkazal za dobro alternativo Javi. Veliko razvijalcev je novi jezik 
pritegnil, saj je naslovil veliko težav, ki jih je do takrat imela Java. Leta 2017 je Google objavil, 
da je Kotlin postal glavni programski jezik, poleg Jave, za razvoj aplikacij Android, kar je še 
dodatno pripomoglo k prepoznavnosti in uporabljenosti jezika. 
3.2 UČENJE IZ NAPAK JAVE 
Ena glavnih težav Jave je, da moramo za malo funkcionalnosti napisati veliko izvorne kode. 
Java vsebuje veliko nepotrebnih deklaracij, ki zmanšujejo preglednost in razumljivost izvorne 
kode. Za primer si poglejmo implementacijo programa »Pozdravljen svet« v programskem 
jeziku Java. 
class Pozdrav { 
    public static void main(String args[]) { 
        System.out.println("Pozdravljen svet!"); 
    } 
} 
V Javi moramo vstopno metodo main() definirati v razredu. Prav tako moramo definirati 
lastnosti in parameter metode main(), čeprav so te definicije vedno iste. Poglejmo si primer 
implementacije istega programa v programskem jeziku Kotlin. Ta želi izboljšati berljivost 
izvorne kode in odstraniti vse podvojene in nepotrebne deklaracije. 
fun main { 




Iz primera je razvidno, da za razlike od Jave lahko celotno stvar napišemo v treh vrsticah. Za 
definicijo vstopne metode main() ni potrebno definirati razreda, saj imajo funkcije v Kotlinu 
prvorazredno podporo. To pomeni, da lahko funkcije definiramo v korenu dokumenta. Za 
ločevanje stavkov lahko v Kotlinu poleg podpičja uporabimo tudi skok v novo vrstico. Vse te 
spremembe izboljšajo berljivost. Tako se lahko razvijalec osredotoči le na logiko programa brez 
motečih elementov. Kotlin odstrani tudi vse nepotrebne elemente deklaracij, zato Kotlin ne 
uporablja rezervirane besede new za kreacijo novega objekta. 
Kotlin ne podpira osnovnih tipov (angl. raw type). To so v Javi najbolj elementarni tipi objektov, 
kot so int, double, boolean, char in byte. Namesto tega je vsak od teh tipov ovit (angl. 
encapsulated) v objekte z dodanimi funkcionalnostmi. 
Jezik podpira tudi veliko programerskih vzorcev, ki razvijalcu omogočajo, da enostavno 
implementirajo varne oblikovalne vzorce. Tako nam jezik ponuja več tipov razredov, med 
katerimi je tudi tip razreda data. Z uporabo takih razredov je definicija modelov zelo 
enostavna. 
data class Knjiga(val naslov: String, val letnica: Int) 
Na podlagi podanih parametrov prevajalnik namesto nas ustvari t. i. getter in setter 
metode ter metode equals(), hashCode(), copy() in toString(). To bi ponavadi v 
Javi vzelo več deset vrstic programske kode. Če razred nima telesa, lahko zavite oklepaje 
izpustimo. 
Prav tako nam ta jezik ponuja programski vzorec, imenovan singleton, ki zagotavlja, da lahko 
naenkrat obstaja samo ena instanca tega tipa objekta. To v Javi dosežemo tako, da definiramo 
razred, ki ima zasebni konstruktor in statično metodo getInstance(), ki vrne referenco 
do tega objekta. To je Kotlin poenostavil z uporabo tipa razreda object. 
object Knjiznica { 
    fun izposodiKnjigo(knjiga: Knjiga) { 
        // izpuščeno 
    } 
} 
Prevajalnik nam za ta razred v ozadju zgenerira vse potrebne metode, prav tako pa poskrbi za 
sinhronizacijo klicev. Tako še dodatno okrepi varnost, saj se implementacija vzorca premakne 
iz rok razvijalca v delo prevajalca. Ta razred lahko tako uporabimo od kjerkoli brez njegove 
reference, podobno kot uporabljamo statične razrede v Javi. 
Knjiznica.izposodiKnjigo(knjiga) 
 
Kotlin uporablja tudi koncept tipiziranja s sklepanjem, kar pomeni, da zna prevajalnik 
ugotoviti, katerega tipa je spremenljivka, ne da bi ga razvijalec ekplicitno definiral. To dodatno 
odstrani nepotrebne deklaracije, ki motijo berljivost izvorne kode. Tako lahko novo vrednost 
definiramo s stavkom: 
val s = "besedilo" 
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Tu vidimo, da nam ni treba izrecno definirati tipa spremenljivke, saj prevajalnik lahko 
predvideva, da vrednosti dodeljujemo objekt tipa String. Jezik nam sicer dopušča, da smo 
lahko specifični pri definiciji tipa objekta. 
var i: Int = 256 
val s: String = "besedilo" 
Kotlin za definicijo spremenljivk uporablja rezervirani besedi val in var. Beseda var oz. 
variable označuje, da je vrednost spremenljiva, val oz. value pa, da vrednosti ne moremo 
spreminjati po njeni kreaciji, podobno kot rezervirana beseda final v Javi. To nam omogoča, 
da lahko zagotovimo stanje objekta v celotnem času njegovega obstoja. Če bi tako poskušali 
spremeljivki s, ki je definirana z rezervirano besedo val, dodeliti novo vrednost, bi prišlo do 
napake med prevajanjem. 
val s = "besedilo" 
s = "novo besedilo"  // napaka tekom prevajanja 
Kotlin vse spremenljivke obravnava kot t. i. lastnosti (angl. property). Tem lastnostim lahko 
nastavimo vrednost ali jo dobimo od njih. Tako Kotlin nadomesti koncept metod getter in 
setter, saj je edini namen teh, da nastavijo vrednost spremenljivki. Namesto njih lahko ob 
definiciji spremenljivke tudi določimo, kaj se zgodi ob klicu vrednosti ali pri dodelitvi nove 
vrednosti spremenljivke. 
var imePodjetja: String = "" 
    set(value) { field = value.toUpperCase() } 
V tem primeru, vsakič ko dodeljimo novo vrednost spremenljivki imePodjetja, besedilo 
pretvorimo, da se začne z veliko začetnico. Do vrednosti, ki jo dobimo preko parametrov, lahko 
dostopamo z uporabo rezervirane besede value, novo vrednost pa dopisujemo z uporabo 
besede field. Ker lahko definiramo tudi funkcionalnost, ki se izvede vsakič, ko se pokliče 
vrednost spremenljivke, lahko namesto vrednosti vrnemo rezultat neke druge funkcije. To 
pomeni, da vrednost pridobimo z vsakim klicem spremenljivke. 
val imePodjetja: String 
    get() = podatkovnaBaza.izvediPoizvedbo() 
Java ima že od začeka kontroverzno funkcionalnost, ki omogoča, da je lahko vsaka 
spremenljivka vrednosti null, kar pomeni, da spremenljivka nima določenega veljavnega 
objekta. To velikokrat pripelje do nezaželjenih učinkov. Če kličemo metodo objekta, ki ima 
vrednost null, se na tem mestu klica zgodi izjema, imenovana NullPointerException, 
a šele med izvajanjem programa. Problem ničnega kazalca izpostavi tudi sam oče samega 
koncepta Tony Hoare, ki ničnost poimenuje kot njegova »Napaka za milijardo dolarjev«.  Kotlin 
obravnava vrednosti null drugače kot Java. V Kotlinu nobena spremenljivka ne mora biti 
null, razen če ni tako označena. To se označi tako, da se tipu spremenljivke na koncu doda 
vprašaj. 
val s0: String = null // napaka v času prevajanja 
val s1: String? = null // OK 
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Kotlin premakne ugotavljanje napak z ničnimi vrednostmi iz procesa izvajanja v proces 
prevajanja, kar nam prepreči mnogo napak v izvajanju progama. S tem Kotlin spodbuja k 
uporabi spremenljivk, ki ne morejo vsebovati null. Sicer v praksi še vedno občasno prihaja 
do izjem NullPointerException, a to večinoma zaradi nepravilnih odločitev razvijalca 
pri implementaciji ali zaradi uporabe knjižnic, napisanih v Javi. 
V Javi se razredom ne da dodajati novih metod, definiranih izven razreda. Če je hotel razvijalec 
dodati funkcionalnost razredu, je moral ustvariti nov razred s statičnimi metodami, ki so 
objekt, za katerega je hotel ustvariti funkcionalnost, dobile preko argumentov. Kotlin za to 
ponuja razširljive metode (angl. extension methods). Te metode razširijo razred, kateremu 
dodajo na novo definirano metodo. Na primer, z uporabo razširljive metode lahko razredu 
Int, ki je interni razred iz Kotlinove standardne knjižnice, dodamo novo metodo jeLiho(), 
ki nam pove, če je vrednost liha. 
fun Int.jeLiho() { 
    return this % 2 == 1 
} 
Tako lahko enostavno kličemo novo metodo, kot da je del ciljnega razreda. 
val b = 123.jeLiho() 
Kotlin tudi omogoča enostavno manipulacijo z besedili, imenovano interpolacija besedil. Tako 
lahko enostavneje dodajamo vrednosti spremenljivk v besedilo. Prevajalnik namesto nas 
poskrbi, da se novo besedilo ustvari učinkovito, saj v odzadju namesto nas implementira logiko 
sestavlanja besedil z uporabo razreda StringBuilder. Če želimo spremenljivko uporabiti 
v besedilu, ji na začetku dodamo operator $ in jo obdamo z zavitimi oklepaji. Če hočemo 
uporabiti samo spremenljivko brez dodatnih klicev, lahko oklepaje tudi odstranimo. 
val i = 123 
println("$i je liho število: ${i.jeLiho()}") 
// 123 je liho število = true 
Kotlin v primerjavi z Javo zna ugotoviti tip spremenljivke iz konteksta programa. Če smo tako 
že ugotovili, da je neka spremenljivka nekega tipa, ni potrebno na novo definirati 
spremenljivke z ugotovljenim tipom. 
if (value is String) { 
    println("String: ${value.substring(2, 5)}") 
} else if (value is Boolean) { 
    println("Boolean: ${!value}") 
} else if (value is Int) { 
    println("Int: ${value + 1}") 
} else { 
    println("Unknown") 
} 
Kotlin bo namesto nas spremenljivko value avtomatično obravnaval, kot da je tip, ki smo ga 
ugotovili iz if stavkov. Če je vrednost spremenljivke value tipa String, lahko že v 
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naslednjem izrazu spremenljivko uporabimo kot objekt tipa String in kličemo njegovo 
metodo substring(). 
V primerjavi z Javo pa Kotlin nima preverjenih izjem (angl. checked exceptions). V Javi mora 
razvijalec poskrbeti, da je vsak klic, ki lahko pripelje do izjeme, ustrezno obdan s telesom 
try/catch. V Kotlinu tega ni treba, kar pomeni, da je na razvijalcu, kako implementira 
logiko, ki lovi izjeme. To je lahko za razvijalca dvorezni meč, saj mu urejevalnik ne predlaga, 
kje lahko pride do izjeme, in pozabi na implementacijo logike, ki se izvede v primeru napak, in 
tako pride do nezaželjenih izjem in sesutij aplikacij. 
Pri definiciji funkcije imamo na voljo tudi rezervirano besedo inline, ki prevajalniku sporoči, 
da naj se telo te metode uporabi na mestu, kjer se jo kliče. To pomeni, da ne potrebujemo 
klica nove funkcije, ker se vsa logika funkcije premakne na mesta klicev. Tako lahko izboljšamo 
uporabo spomina in učinkovitost delovanja. 
inline fun vrednostPopusta(cena: Double) { 
    return cena * 0.22 
} 
 
val popust = vrednostPopusta(3.14) 
Po fazi prevajanja se ta klic prevede v implementacijo brez klica funkcije. Tako pride do 
implementacije logike na mestu klica. 
val cena = 16 
val popust = cena * 0.22 
Na ta način lahko isto logiko uporabljamo na več različnih delih celotnega projekta brez skrbi, 
koliko bodo dodatne definicije funkcij prinesle k obremenitvi sistema. 
Veliko moč jeziku dajejo tudi osnove funkcijskega programiranja. Kotlin smatra funkcije kot 
prvorazredne, kar pomeni, da se lahko obnašajo kot vrednosti. Tako lahko funkcije podajamo 
kot argument metodi, ki z njo nekaj naredi. Ker je Kotlin statičen jezik, morajo biti vsi tipi, ki 
jih funkcija uporablja, znani v teku prevajanja. 
val mnozi4: (Int) -> Double = { it * 4.0 } 
V tem primeru smo definirali spremenljivko mnozi4, ki je funkcija, ki sprejme argument tipa 
Int, ga pomnoži z vrednostjo 4.0, kar ga preoblikuje v tip Double ter vrne kot rezultat. Telo 
funkcije definiramo z zavitimi oklepaji. Če funkcija sprejme samo en element, lahko do njega 
dostopamo z uporabo rezervirane besede it. Spremenljivko lahko uporabimo kot funkcijo. 
val d = mnozi4(6)   // d = 36.0 
To spremenljivko sedaj uporabimo kot argument pri klicih drugih metod. Tako lahko 
definiramo funkcijo, ki za argument sprejme funkcijo. 
fun prikaziStevilo(stevilo: Int, pretvori: (Int) -> Double) { 




Funkciji prikaziStevilo() lahko sedaj podamo spremenljivko mnozi4. Funkcijo pa 
lahko kličemo tudi brez definicije nove spremenljivke. 
prikaziStevilo(2, mnozi4)  // 8.0 
prikaziStevilo(3, mnozi4)  // 12.0 
prikaziStevilo(3, { it * 2.0 }) // 6.0 
prikaziStevilo(3) { it * 2.5 } // 7.5 
Če funkcija sprejme funkcijo kot zadnji argument, lahko telo funkcije argumenta premaknemo 
izven oklepajev. Ker se telo funkcije argumenta ne bo izvedlo do samega klica te funkcije iz 
klicoče funkcije, je ta funkcionalnost dobra možnost za funkcije, ki potrebujejo implementacijo 
odgovora. To so ponavadi funkcije, kot so onClick(), ki od razvijalca zahtevajo 
implementacijo, kaj se zgodi, ko se zgodi na primer klik na gumb. V takem primeru se v Javi 
ustvari t. i. razrede interface, ki vsebujejo abstraktne metode. Funkcija je pričakovala ta 
razred kot argument, implementirati pa ga je moral razvijalec. V Kotlinu nam ni treba 
implementirati novih razredov, saj metodi onClick() namesto tega podamo funkcijo. V Javi 
bi implementacija logike ob kliku izgledala tako: 
setOnClickListener(new OnClickListener({ 
    public void onClick() { 
        System.out.println("Klik!"); 
    } 
})); 
V Kotlinu je vse to skrajšano na par vrstic kode: 
setOnClickListener { 
    println("Klik!") 
} 
3.3 POVEZLJIVOST 
Ideja jezika je bila, da je Kotlin boljši kot Java, a omogoča popolno povezljivost med jezikoma. 
Ker je Java zelo razširjen in priljubljen jezik, ima za sabo tudi veliko skupnost, kar pomeni, da 
je za njo na voljo veliko dokumentacije, knjižnic ali primerov, s katerimi si lahko razvijalec 
pomaga. Z povezljivostjo lahko Kotlin uporabi vse dosedanje vire Jave in tako ni čisto odvisen 
od razvoja svojih virov. 
Sama sintaksa jezika ni kompatabilna z Javino sintakso. Lahko pa z uporabo Kotlinovega 
prevajalnika (angl. compiler) in Kotlinove standardne knjižnice uporabljamo Javino izvorno 
kodo iz Kotlina in v določenem obsegu tudi obratno. 
3.3.1 Uporaba Jave iz Kotlina 
Uporaba Jave iz Kotlina je enostavna. Kotlin lahko uporablja vse Javine funkcionalnosti. Pri 
klicanju metod iz Jave nam prevajalnik dopusti, da sami določimo, ali je vrnjeni tip lahko 
vrednosti null ali ne. Tu še vedno lahko pride do izjeme NullPointerException, če se 
razvijalec ne odloči pravilno ali ne poskrbi za primer, ko je vrednost null. Če razvijalec ve, da 
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vrednost nikoli ne bo null, lahko uporabi operator !!. Če bo v tem primeru vrednost null, 
pride do izjeme v teku izvajanja. 
val vrednost = najdiNekajAliNic()!! 
To lahko rešujemo tudi v izvorni kodi Jave pri implementaciji metode z uporabo anotacij 
@Nullable in @NonNull. Če so anotacije prisotne, lahko prevajalnik ugotovi, ali je 
vrednost lahko null ali ne, in ustrezno določi tip. 
Čeprav Kotlin ne uporablja osnovnih tipov, zna Javine tipe oviti in jih uporablja kot objekte. 
val i: Int = Random().nextInt() // v Javi ta funkcija vrne int 
val d: Double = i.toDouble()  // razred Int ima dodatne metode 
Kotlin pravzaprav v celoti podpira uporabo Javinih izvornih dokumentov in datotek, 
prevedenih v Bytecode. Bytecode je binarna koda za JVM, ki jo iz izvorne kode prevedemo s 
prevajalnikom. Bytecode uporablja virtualni stroj, ki zna komunicirati s operacijskim sistemom 
naprave. Tako lahko iz Kotlina uporabljamo katerokoli izvorno kodo, napisano v Javi. To Kotlinu 
daje ogromno prednost pred drugimi jeziki, ker ima že od začeka jezika na voljo vse knjižnice 
iz Jave. 
Ker Kotlin spremenljivke uporablja kot t. i. lastnosti (angl. property), ne potrebuje metod 
getter in setter metod. V Javi standard pisanja izvorne kode priporoča, da so vse 
spremenljivke v razredu zasebne in da do njih dostopamo z uporabo metod, ki imajo predpisan 
vzorec imen. Kotlinov prevajalec namesto nas ustvari vse potrebne metode. To pomeni, da 
lahko vse metode getter in setter, napisane v Javi, uporabimo, kot da so lastnosti. Tako 
lahko do vrednosti spremenljivke dostopamo z klicem spremenljivke, v ozadju pa Kotlin 
namesto nas pokliče pravo metodo. Recimo, da imamo v Javi implementiran razred, ki ima 
eno spremenljivko, in metodi getter in setter, ki upravljata s to vrednostjo. 
class Oseba { 
    private String ime; 
    public String getIme() { 
        return ime; 
    } 
    public void setIme(String ime) { 
        this.ime = ime; 
    } 
} 
V tem primeru vidimo, da ima razred Oseba eno spremenljivko. Do vrednosti spremenljivke 
lahko dostopamo s klicem metode getIme(), vrednost ji pa določamo preko klica metode 
setIme(). 
String ime = oseba.getIme() 
oseba.setIme("Brane") 
Konvencija o pisanju izvorne kode v Javi nam pravi, da je ime teh metod sestavljeno iz besede 
»get« ali »set« ter imena spremenljivke z veliko začetnico. Če upoštevamo ta pravila, lahko 
razred Oseba, napisan v Javi, enostavno uporabimo iz Kotlina. 
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val ime = oseba.ime 
oseba.ime = "Brane" 
Čeprav na prvi pogled deluje, kot da v Kotlinu dostopamo direktno do zasebne spremenljivke 
razreda Oseba, pa do nje v resnici dostopamo preko klicev getter in setter metod. 
3.3.2 Uporaba Kotlina iz Jave 
Kotlin pa ima namen biti tudi čimbolj povezljiv s Javo. Glede na to, da Kotlin uporablja nove 
koncepte in vsebuje osnove funkcijskega programiranja, lahko s uporabo anotacij dosežemo, 
da se lahko iz Jave uporablja večino izvorne kode, napisane v Kotlinu. 
Če tako hočemo uporabiti razred object, lahko iz Jave dostopamo do njega preko statičnga 
parametra INSTANCE. 
Iz Jave lahko tudi uporabljamo metode, ki razširjajo razred oziroma t. i. razširljive metode. 
Prevajalec za nas ustvari nov razred, ki se imenuje po imenu dokumenta in dodani končnici 
»Kt«. Ta razred vsebuje metodo, ki smo jo napisali, za prvi argument pa sprejme objekt tipa 
razreda, ki ga metoda razširja. Za primer lahko vzamemo metodo, napisano v Kotlinu 
Int.jeLiho(), ki se nahaja v datoteki IntUtils.kt. Če bi vzeli binarno kodo, ki jo 
ustvari Kotlinov prevajalnik, in jo prevedli nazaj v Javo, bi dobili nekaj takšnega: 
class IntUtilsKt { 
    public void jeLiho(Int i) { 
        return i % 2 == 1; 
    } 
} 
Kotlinov prevajalnik ustvari podobno rešitev, kot bi jo implementiral Javin. Kotlinovo metodo 
lahko tako kličemo z uporabo: 
boolean b = IntUtilsKt.jeLiho(123); 
Kot smo videli v prejšnjem poglavju, Kotlin gleda na spremenljivke drugače kot Java. Vzemimo 
primer razreda Oseba, ki je sedaj napisan v Kotlinu. 
data class Oseba(var ime: String) 
Naprej lahko opazimo, da ne rabimo napisati getter in setter metod, saj prevajalnik za 
vsako spremenljivko ustvari potrebne metode v teku prevajanja. Če želimo spremeniti 
vrednost razreda Oseba iz Jave, to storimo z uporabo metod getter in setter, isto kot če 
bi napisali razred Oseba v Javi. 
String ime = oseba.getIme() 
oseba.setIme("Brane") 
3.4 POPULARNOST 
Že od predstavitve je Kotlin med razvijalci Java dobil veliko pozornosti. Zelo hitro je začel 
pridobivati na popularnosti, k čemur sta najbolj pripomogla zelo dobra podpora z orodji in 
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dejstvo, da lahko jezik uporablja vse dosedanje vire, napisane Javi. Razvoju in razširjenosti 
jezika so pripomogle številne konference in delavnice razvijalcev, ki jih je nov jezik navdušil s 
berljivostjo in pragmatičnim pristopom do reševanja problemov. 
Kotlin se je najbolje prijel pri razvijalcih aplikacij Android. Ti so z veseljem sprejeli nov 
programski jezik, ki je reševal številne probleme, ki jih je imela Java. A še najpomembneje je, 
da Kotlin lahko uporablja vse knjižnice, napisane v Javi. To pomeni, da Kotlin ni bil odvisen od 
razvijalcev, da razvijejo različne knjižnice v Kotlinu in s tem ustvarijo nov ekosistem. Ker lahko 
programski jezik Kotlin uporabljamo vzporedno z Javo, lahko stare projekte, napisane v Javi, 
postopno prevajamo v Kotlin. Tako lahko zagotovimo postopen prehod na nov programski 
jezik brez ogrozitve strukture projekta. 
Trenutno je najpopularnejša storitev za hranjenje in širjenje izvorne kode platforma GitHub. 
Ta nam omogoča pregledovanje in urejanje izvornih dokumentov. GitHub nam ponuja svoj 
API. To je programska storitev, ki nam omogoča, da s pomočjo klicev preko sistema REST 
pridobimo želene podatke.  
Zanima nas, kako sta zastopana jezika po različnih projektih, ki jih gosti portal. V Kotlinu smo 
s knjižnico TornadoFX izdelali orodje, ki z uporabo storitve GitHub API ustvari poizvedbe in 
rezultate prikaže v grafikonu. Program na grafikon izpiše, koliko projektov je bilo ustvarjenih v 
določeni časovni enoti. Grafikon prikazuje podatke od leta 2011, ko se je predstavil projekt 
Kotlin, do časa izdelave analize. Grafikon prikazuje podatke samo za projekte, ki so veliki vsaj 
sto bajtov. 
Na začetku nas zanima, kakšno je razmerje med splošno zastopanostjo jezikov med Java in 
Kotlin projekti na platformi GitHub. Os X predstavlja časovno enoto, os Y pa predstavlja število 
projektov, ki so bili ustvarjeni v eni časovni enoti za določen jezik. V tej diplomski nalogi 
uporabljamo za časovno enoto en mesec.  





Ob pogledu na prvi grafikon nam je hitro jasno, da je Java še vedno dosti bolj uporabljen jezik 
kot Kotlin. Java je starejši jezik in se jo uporablja za različne namene. Java je največje število 
ustvarjenih projektov doživela konec leta 2017, ko je bilo v enem mesecu ustvarjenih skoraj 
osemdeset tisoč projektov. Kotlin je prvi vzpon v številu ustvarjenih projektov doživel šele leta 
2017 in od takrat le še raste. Za jezik Kotlin je bilo največ projektov ustvarjenih aprila leta 2019, 
ko je bilo ustvarjenih okoli pet tisoč projektov, kar še vedno predstavlja le šestnajstino 
projektov, ustvarjenih v Javi. Da si lahko ustvarimo boljšo predstavo o rasti jezika, si poglejmo 
grafikon, ki prikazuje podatke samo za Kotlin. 
Grafikon 2: Porazdelitev ustvarjenih projektov na GitHub napisanih v Kotlinu 
 
Vir: lasten 
Iz grafikona lahko vidimo, da je Kotlin največji vzpon v uporabnosti doživel v sredini leta 2017. 
To se je zgodilo kmalu po objavi Googla na konferenci »I/O«, da je Kotlin postal glavni 
programski jezik za razvoj aplikacij za Android. To je povzročilo, da se je v obdobju enega leta 
število ustvarjenih projektov povečalo kar za desetkrat. Pred tem je bil Kotlin dokaj slabo 
poznan, kar tudi dokazuje dejstvo, da je bilo pred objavo Googla na GitHub ustvarjenih le okoli 
500 projektov na mesec.  
Ker je Kotlin najbolj uporabljen na platformi Android, pa si poglejmo, koliko projektov po 
programskem jeziku je bilo ustvarjenih za platformo Android. To lahko ugotovimo tako, da 




Grafikon 3: Porazdelitev ustvarjenih projektov za Android na GitHub 
 
Vir: lasten 
Grafikon je sedaj drugačen. Vidimo, da sta števili ustvarjenih projektov na mesec dosti bližje. 
Iz grafikona lahko razberemo, da medtem ko uporaba Jave v zadnjih dveh letih pada, Kotlinova 
raste. Spet lahko vidimo, kdaj je Google objavil, da je Kotlin glavni programski jezik za razvoj 
aplikacij Android. Še vedno pa Kotlin ni blizu največjega števila ustvarjenih projektov Jave. Za 
Javo je bilo aprila 2017 ustvarjenih skoraj tisoč tristo projektov za Android. Največje število 
ustvarjenih projektov za Android v jeziku Kotlin je okoli dvesto šestdeset v septembru leta 
2018. 
Zanimiv pogled dobimo, če na grafikonu prikažemo projekte na temo Android, ki imajo vsaj 
petdeset zvezdic. Zvezdice na portalu GitHub označujejo število razvijalcev, ki sledi projektu. 





Sedaj lahko vidimo, da sta si jezika dosti bližje kot v prejšnjih grafikonih. V zadnjih mesecih je 
število projektov, napisanih v jeziku Kotlin, z vsaj petdesetimi zvezdicami, celo večje, kot v Javi. 
Iz tega lahko sklepamo, da je večina novih priljubljenih projektov napisanih v Kotlinu. Še vedno 
pa število novih projektov v Kotlinu ni niti blizu številu največ ustvarjenih projektov v jeziku 
Java iz marca leta 2017, ko je bilo ustvarjenih skoraj 120 projektov za Android, ki imajo vsaj po 
petdeset zvezdic. Zanimivo pa je, da je bilo od tistega leta naprej v Javi ustvarjenih vedno manj 
projektov. 
Podoben rezultat tudi dobimo, če naredimo poizvedbo za število ustvarjenih projektov za 
Android, ki ima vsaj 10 vejitev (angl. fork). Ena vejitev predstavlja kopijo projekta nekega 
uporabnika na portalu GitHub. 
Grafikon 5: Porazdelitev ustvarjenih projektov za Android na GitHubu z vsaj 10 vejitvami 
 
Vir: lasten 
Tako kot iz prejšnjega grafikona lahko na tem razberemo, da število projektov v Javi upada. 
Čeprav število upada tudi pri jeziku Kotlin, pa je ta Javo dohitel in celo zadnji mesec prehitel. 
Tudi na tem grafikonu je razvidno, da je Java doživela vrhunec aprila leta 2017, od takrat pa 
izgublja v številu ustvarjenih projektov. 
Iz vseh teh grafikonov lahko ugotovimo, da je Java še vedno bolj popularen jezik kot Kotlin 
glede na število ustvarjenih projektov na mesec. A če se omejimo samo na razvoj aplikacij za 
Android, sta si jezika dosti bolj blizu. Iz grafikonov je razvidno, da medtem ko popularnost Jave 




4 IZDELAVA APLIKACIJ 
Da bi lahko učinkovito izdelal analizo prevajanja in izvajanja ter da bi lahko dobil izkušnje iz 
dela v obeh programskih jezikih, sem se odločil, da naredim dve aplikaciji. Eno, napisano v 
programskem jeziku Java, in drugo v programskem jeziku Kotlin. Želel sem implementirati 
aplikacijo, ki bi vključevala sedem različnih tipov zaslonskih mask oziroma t. i. arhitipov. Za ta 
namen se je izkazalo, da je najbolj primerna aplikacija za socialno omrežje. Aplikacija vključuje 
zaslon za vpis, registracijo, seznam objav, prikaz objave, kreacijo objav, profil in nastavitve. 
Nastal je projekt, ki sem ga poimenoval Fake Social. Projekt, napisan v Javi, se imenuje 
JavaFakeSocial, projekt, napisan v Kotlinu, pa KotlinFakeSocial. Aplikaciji sta pod 
tem imenov tudi objavljeni na portalu GitHub. 
Slika 8: Logotip projekta Fake Social 
 
Vir: lasten 
Projekt za pridobivanje vsebine uporablja storitev, imenovano »randomuser«. Z uporabo 
njenega aplikacijsko-programskega vmesnika (angl. application programming interface, API) 
lahko enostavno dobimo naključne podatke izmišljene osebe v formatu JSON. Storitev nam 
vrne naključne podatke, kot so ime, priimek, e-poštni naslov, lokacija, profilna slika in 
telefonska številka. Aplikacija za besedila objav uporablja API storitve, imenovane 
»WatchOut4Snakes«, ki nam ustvari naključna besedila v angleščini. Z uporabo teh storitev 
lahko prikažemo podatke o uporabniku, njegovih prijateljih in njihove objave. 





Za izdelavo obeh aplikacij sem uporabljal Android Studio. Ta nam že na začetku olajša delo, saj 
lahko namesto nas ustvari osnovne datoteke, ki jih ponavadi potrebujemo pri razvoju aplikacij. 
Tako nam orodje ustvari build.gradle datoteke, manifest aplikacije, osnovno strukturo 
direktorijev za shranjevanje virov, osnovno implementacijo zaslonske maske v dokumentu 
XML in implementacijo razreda Activity v Javi. 
Android Studio nam ustvari build.gradle v korenskem direktoriju projekta. Tu projektu 
dodamo odvisnost od Androidovih orodij za gradnjo aplikacij. 
buildscript { 
    ext { 
        gradle_version = '3.4.0' 
    } 
    repositories { 
        google() 
        jcenter() 
    } 
    dependencies { 
        classpath "com.android.tools.build:gradle:$gradle_version" 
    } 
} 
Prav tako se ustvari build.gradle datoteka v mapi modula aplikacije. V njem definiramo 
verzijo in identifikator aplikacije. Določimo tudi ciljno in najnižjo verzijo Androida, na kateri 
lahko uporabljamo našo aplikacijo. Definiramo tudi različne tipe aplikacije. Na koncu določimo 
še knjižnice, ki jih bomo v tem projektu uporabili. 
apply plugin: 'com.android.application' 
 
android { 
    compileSdkVersion 28 
    defaultConfig { 
        applicationId "si.ulj.slicky.javafakesocial" 
        minSdkVersion 19 
        targetSdkVersion 28 
        versionCode 1 
        versionName "1.0" 
    } 
    signingConfigs { 
        release { /* izpuščeno */ } 
    } 
    buildTypes { 
        release { /* izpuščeno */ } 




    implementation "com.android.support:appcompat-v7:$support_version" 
    implementation "com.squareup.retrofit2:retrofit:$retrofit_version" 
    // izpuščeno 
} 
Razred Activity je v Androidu eden najpomembnejših razredov, ki predstavlja 
implementacijo logike posamezne zaslonske maske. V projektu Fake Social je vsaka zaslonska 
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maska svoj razred, ki je otrok razreda Activity. Za primer si poglejmo del razreda 
ContentActivity, ki predstavlja implementacijo logike za seznam objav. 
public class ContentActivity extends Activity { 
 
    private static final String TAG = ContentActivity.class.getCanonicalName(); 
 
    @Override 
    protected void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState); 
        setContentView(R.layout.content_activity); 
        Toolbar toolbar = findViewById(R.id.content_toolbar); 
        setSupportActionBar(toolbar);  
        // izpuščeno 
    } 
} 
Metoda onCreate() je metoda očetovskega razreda Activity. To označimo tako, da 
pred njeno definicijo dodamo anotacijo @Override. Java podpira statične tipe spremenljivk 
z rezervirano besedo static. Ta tip uporabimo pri spremenljivki TAG, ki predstavlja ime 
razreda v besedilu, ki ga ponavadi uporabimo pri izpisovanju t. i. debug sporočil z uporabo 
razreda Log. Android za definiranje strukture zaslonske maske uporablja datoteke v formatu 
XML. Da lahko dostopamo do elementov zaslonske maske iz Jave, uporabimo metodo 
findViewById(), ki ji podamo id elementa. Ta nam vrne objekt, ki predstavlja posamezen 
element. Razred ContentActivity vsebuje metodo signOut(), ki odjavi uporabnika v 
treh korakih: 
- odjavi uporabnika z uporabo razreda, zadolženega za delo s podatki, 
- prikaže zaslonsko masko za vpis in 
- konča delovanje zaslonske maske, na kateri se program trenutno nahaja. 
private void signOut() { 
    FakeDBHandler.getInstance().signout(); 
    Intent intent = new Intent(this, LoginActivity.class); 
    startActivity(intent); 
    finish(); 
} 
Metoda naprej uporabi razred FakeDBHandler, ki skrbi za delo s podatki aplikacije in kliče 
njegovo metodo signout(). Nato ustvari in prikaže razred LoginActivity z uporabo 
razreda Intent. LoginActivity predstavlja zaslonsko masko za vpis v aplikacijo. 
Nazadnje s klicem metode finish() razreda Activity zaključi delovanje razreda 
ContentActivity. Tu vidimo, da je vsak korak svoja vrstica kode, razen prikaza nove 
zaslonske maske, kjer moramo naprej ustvariti nov objekt tipa Intent, kateremu podamo 
referenco trenutne zaslonske maske in ime razreda, ki ga želimo prikazati. Šele nato lahko 
kličemo metodo startActivity(), kateri podamo ta objekt. 
Za prikaz podatkov aplikacija uporablja storitev, ki vrača odgovore v formatu JSON. Za 
enostavnejšo uporabo se v aplikacijah ponavadi uporablja odprtokodno knjižnico, imenovano 
Retrofit, ki nam poenostavi delo z API-ji raznih storitev. Da smo si olajšali delo in povečali 
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preglednost, smo za potrebe aplikacije ustvarili razred ApiServices, ki skrbi za 
komunikacijo s različnimi storitvami. 
public class ApiServices { 
 
    public static final String PERSON_URL = "https://randomuser.me/"; 
 
    private static PersonApi personApi; 
 
    public static synchronized PersonApi personApi() { 
        if (personApi == null) { 
            personApi = new Retrofit.Builder() 
                    .baseUrl(PERSON_URL) 
                    .addConverterFactory(GsonConverterFactory.create(gson)) 
                    .client(okHttpClient) 
                    .build() 
                    .create(PersonApi.class); 
        } 
        return personApi; 
    } 
} 
Razred vsebuje statično metodo personApi(), ki ustvari in vrne razred PersonApi. Ta je 
zadolžen za komunikacijo s storitvijo, ki vrača naključne osebne podatke. Metoda deluje na 
principu lene inicializacije (angl. lazy initialization), kar pomeni, da se vrednost spremenljivke 
določi šele ob prvem klicu metode. V PersonApi je deklaracija funkcije za pridobivanje 
podatkov o naključni osebi prek API. Tu z uporabo anotacije @Nullable označimo, da je 
lahko spremenljivka nationality vrednosti null. 
public interface PersonApi { 
 
    @GET("/api") 
    Call<PersonQuery> getPerson( 
            @Query("results") int results, 
            @Nullable @Query("nat") String nationality 
    ); 
} 
Pri izdelavi projekta smo potrebovali razred, ki hrani podatke o določeni stvari. Tip takega 
razreda se imenuje model. Ta tip ponavadi uporabljamo kot odgovor iz API-ja in za 
posredovanje podatkov med različnimi zaslonskimi maskami oziroma Activity-ji. Da lahko 
objekt prenašamo med različnimi Activity-ji, mora ta objekt dedovati metode razreda 
Parcelable. V Javi moramo za implementacijo tega razreda napisati veliko količino izvorne 
kode. Na žalost, tudi če je model zelo enostaven. Na srečo pa lahko uporabimo orodja, ki 
namesto nas ustvarijo implementacijo takega razreda. To še vedno ne pripomore k berljivosti 




public class Person implements Parcelable { 
 
    private final PersonName name; 
    private final String email; 
 
    public Person(PersonName name, String email) { 
        this.name = name; 
        this.email = email; 
    } 
 
    private Person(Parcel in) { 
        this.name = in.readParcelable(PersonName.class.getClassLoader()); 
        this.email = in.readString(); 
    } 
 
    public static final Parcelable.Creator<Person> CREATOR 
                  = new Parcelable.Creator<Person>() { 
        @Override 
        public Person createFromParcel(Parcel source) { 
            return new Person(source); 
        } 
        @Override 
        public Person[] newArray(int size) { 
            return new Person[size]; 
        } 
    }; 
 
    @Override 
    public void writeToParcel(Parcel dest, int flags) { 
        dest.writeParcelable(this.name, flags); 
        dest.writeString(this.email); 
    } 
 
    @Override 
    public int describeContents() { 
        return 0; 
    } 
 
    public PersonName getName() { 
        return name; 
    } 
 
    public String getEmail() { 
        return email; 
    } 
 
    @Override 
    public int hashCode() { 
        // izpuščeno 
    } 
 
    @Override 
    public boolean equals(Object obj) { 
        // izpuščeno 
    } 
} 
Pri razvoju aplikacije se začnejo pojavljati funkcionalnosti, ki bi jih lahko uporabili na več 
različnih mestih projekta. Take funkcionalnosti ponavadi implementiramo kot metode v 
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statičnemu razredu, poimenovanem Utils, do katerega enostavno dostopamo iz 
kateregakoli dela projekta. V našem projektu je bilo takih funkcionalnosti kar nekaj, zato smo 
ustvarili statičen razred FakeUtils. 
public class FakeUtils { 
 
    public static String capitalizeAll(String string) { 
        String[] words = string.split(" "); 
        String[] capitalized = new String[words.length]; 
        for (int i = 0; i < words.length; i++) { 
            capitalized[i] = capitalize(words[i]); 
        } 
        return TextUtils.join(" ", capitalized); 
    } 
 
    public static String getFullPersonName(Person person) { 
        String name = person.getName().getFirst(); 
        String last = person.getName().getLast(); 
        return capitalizeAll(name) + " " + capitalizeAll(last); 
    } 
} 
Namen tega razreda je, da abstrahiramo nekatere funkcionalnosti, ki jih uporabimo na 
različnih mestih projekta. S tem upoštevamo pregovor »napiši enkrat, uporabi povsod«. 
Razred FakeUtils smo v našem projektu največkrat uporabili za upravljanje s besedili. Ker 
je v Javi za dokaj malo funkcionalnosti treba napisati veliko izvorne kode, so take metode v 
pomoč pri berljivosti in razumevanju izvorne kode. 
Okolje Android Studio nam ponuja vpogled v osnovne podatke o statistiki projekta. Tako lahko 
vidimo, da projekt JavaFakeSocial na koncu obsega kar 2653 vrstic izvorne kode, 
napisane v Javi. 
IZDELAVA V KOTLINU 
Tudi za izdelavo aplikacije, napisane v programskem jeziku Kotlin, smo uporabili orodje 
Android Studio. Že od začetka razvoja se vidi, da je Kotlin dobro podkovan z orodji, ki jih 
priskrbi platforma IntelliJ. Podjetje, ki je razvilo jezik, je že od začeka imelo namen razviti jezik, 
za katerega se da ustvarjati dobra orodja. Tako kot pri Javi že program sam ustvari vse 
potrebne gradnike za razvoj aplikacije v Kotlinu. Če si pogledamo, kaj Android Studio ustvari 
za nas, ugotovimo, da ni večjih razlik. V build.gradle datoteko v korenu projekta je 
potrebno dodati razširitev za Kotlin. 
buildscript { 
    ext { 
        kotlin_version = '1.3.30' 
    } 
    repositories { 
        // izpuščeno 
    } 
    dependencies { 
        classpath "org.jetbrains.kotlin:kotlin-gradle-plugin:$kotlin_version" 
        // izpuščeno 




Ker smo dodali razširitve, lahko sedaj te uporabimo iz datoteke build.gradle v korenu 
modula aplikacije. Razširitev kotlin-android nam omogoča funkcionalnosti, kot je ta, da 
se pri prevajanju uporabi Kotlinov prevajalec, razširitev kotlin-android-extensions 
pa poenostavi delo s elementi zaslonskih mask. Edina stvar, ki je še drugačna kot v Javi, pa je 
ta, da moramo dodati Kotlinovo standardno knjižnico, s katero lahko uporabljamo razne 
funkcionalnosti, ki jih Kotlin ponuja. 
apply plugin: 'com.android.application' 
apply plugin: 'kotlin-android' 
apply plugin: 'kotlin-android-extensions' 
 
android { 




    implementation "org.jetbrains.kotlin:kotlin-stdlib-jdk7:$kotlin_version" 
    // izpuščeno 
} 
Isto kot Java Kotlin za strukturo zaslonskih mask uporablja datoteke XML. A lahko z razširitvijo 
kotlin-android-extensions poenostavimo delo z elementi zaslonske maske. Tako 
nam razširitev v teku prevajanja ustvari spremenljivke, ki jih lahko uporabljamo iz izvornih kod, 
napisanih v Kotlinu. Spremenljivke so poimenovane tako, kot smo jim določili vrednost 
spremenljivke id. To nam omogoči, da lahko iz izvorne kode odstranimo vse klice metode 
findViewById(). 
class ContentActivity : Activity() { 
 
    companion object { 
        private val TAG = ContentActivity::class.java.canonicalName 
    } 
 
    override fun onCreate(savedInstanceState: Bundle?) { 
        super.onCreate(savedInstanceState) 
        setContentView(R.layout.content_activity) 
        setSupportActionBar(content_toolbar) 
    } 
} 
Ker Kotlin ne uporablja statičnih spremenljivk, nam ponuja, da namesto tega uporabimo tip 
razreda companion object. Vse kar je v njegovem telesu, se obnaša prav tako, kot če bi 
bile vse spremenljivke in funkcije statične. Tako v to telo premaknemo spremenljivko TAG. 
Kotlin, isto kot Java, ponuja tudi dedovanje. A za razliko od Jave ne uporablja rezerviranih 
besed extends in implements. Namesto njiju, uporablja dvopičje. Ker je onCreate() 
metoda očetovskega razreda Activity, jo moramo označiti. Tu Kotlin namesto anotacij 
uporablja rezervirano besedo override. 
V Kotlinu postanejo stvari dosti bolj berljive. To dosežejo lastnosti jezika in pa dejstvo, da jezik 
podpira veliko programskih vzorcev. Med izdelavo projekta so mi velikokrat prav prišle 
razširljive metode. Z njihovo uporabo sem ustvaril funkcijo, ki se je obnašala kot metoda iz 
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razreda Context, ki je oče razreda Activity. Tako sem naredil funkcijo 
startActivity(), ki je namesto mene ustvarila objekt Intent in poklicala izvirno 
metodo startActivity(), kateri je podala ustvarjen objekt Intent. 
private fun signOut() { 
    FakeDBHandler.signout() 
    startActivity<LoginActivity>() 
    finish() 
} 
Tako postane vse bolj pregledno brez nepotrebnih deklaracij. Na koncu nam ostanejo le še 
imena spremenljivk in funkcij, iz katerih lahko enostavno ugotovimo, kaj se v programu dogaja. 
Ker so vse spremenljivke in metode v razredu ApiServices, lahko v Kotlinu za ta namen 
uporabimo tip razreda object. Ta nam ustvari t. i. singleton vzorec razreda, kar pomeni, da 
lahko naenkrat obstaja le ena instanca razreda, do nje pa lahko dostopamo preko klica, ki je 
podoben klicu statične spremenljivke v Javi. 
object ApiServices { 
 
    const val PERSON_URL = "https://randomuser.me/" 
 
    val personApi: PersonApi by lazy { 
        Retrofit.Builder() 
                .baseUrl(PERSON_URL) 
                .addConverterFactory(GsonConverterFactory.create(gson)) 
                .client(okHttpClient) 
                .build() 
                .create(PersonApi::class.java) 
    } 
} 
V Javi smo do PersonApi dostopali prek metode, saj smo želeli funkcionalnost, da se objekt 
ustvari šele ob prvem klicu. To lahko v Kotlinu dosežemo z uporabo metode lazy(). Ta nam 
omogoča, da se inicializacija izvede šele s prvim klicem spremenljivke. PersonApi v Kotlinu 
implementiramo podobno kot v Javi. Kotlin podpira razlikovanje med tistimi tipi, ki lahko 
vsebujejo vrednost null, in tistimi, ki je ne smejo. Tako lahko namesto anotacije uporabimo 
znak vprašaj in s tem označimo, da spremenljivka lahko vsebuje vrednost null. 
interface PersonApi { 
 
    @GET("/api") 
    fun getPerson( 
            @Query("results") results: Int, 
            @Query("nat") nationality: String? = null 
    ): Call<PersonQuery> 
} 
Največja razlika pa se pozna pri delu z modeli. Ker so ti tipi razredov eni najpogostejših, nam 
Kotlin implementacijo poenostavi in skrajša na par vrstic kode. Kljub temu mora za 
implementacijo serializacije poskrbeti sam razvijalec. Na srečo nam Kotlin preko razširitve 
kotlin-android-extensions ponuja, da z uporabo anotacij prenesemo 
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implementacijo na Kotlinov prevajalnik. Ta namesto nas ustvari potrebno implementacijo in 
odstrani vse nepotrebne elemente razreda. Tako lahko z uporabo te anotacije celotno 
implementacijo skrajšamo samo na par vrstic izvorne kode. 
@Parcelize 
data class Person(val name: PersonName, val email: String) : Parcelable 
Kotlinova standardna knjižnica je polna koristnih orodij, ki razvijalcu olajšajo delo in skrajšajo 
čas razvoja. To pa zato, ker uporablja del Javine standardne knjižnice z dodatnimi 
funkcionalnostmi. Še vedno pa smo v našem projektu rabili določene funkcionalnosti, ki jih 
standardna knjižnica ne ponuja. Tako kot v JavaFakeSocial smo za to ustvarili nov 
dokument, v katerem smo implementirali take funkcionalnosti. V Kotlinu lahko spremenjivke 
in funkcije definiramo v korenu dokumenta brez uporabe razreda. Ob klicu takšne funkcije 
nam ni treba dodati imena razreda. 
fun String.capitalizeAll(): String { 
    return split(" ").joinToString(separator = " ", transform = String::capitalize) 
} 
 
fun Person.fullName(): String { 
    return "${name.first.capitalizeAll()} ${name.last.capitalizeAll()}" 
} 
Tudi tu so se v veliko pomoč izkazale razširljive metode. Z njihovo uporabo so izvorne kode 
postale dosti bolj berljive, saj lahko neko funkcionalnost objekta dosežemo s klicem njegove 
metode, namesto da bi za to uporabili drug razred. Velikokrat pride prav tudi manipulacija 
besedil (angl. string interpolation), ki nam omogoča, da varno in berljivo sestavljamo besedila. 
Kotlinov prevajalnik namesto nas poskrbi, da se izraz prevede v implementacijo, ki za 
sestavanje besedila uporablja razred StringBuilder. 
Celoten projekt KotlinFakeSocial tako obsega 1765 vrstic izvorne kode, napisane v 
programskem jeziku Kotlin, kar je kar 888 vrstic manj, kot jih ima projekt JavaFakeSocial, 





5 PRIMERJAVA APLIKACIJ 
Cilj te diplomske naloge je med drugim tudi, da primerja tehnične lastnosti aplikacij obeh 
programskih jezikov. Tehnične lastnosti aplikacije so ponavadi hitrost prevajanja aplikacije iz 
izvorne v binarno kodo, poraba procesorske moči, poraba pomnilnika in število metod, ki jih 
vsebuje prevedena aplikacija v binarni kodi Bytecode. V okviru te diplomske naloge smo 
izdelali dve aplikaciji, vsako v svojem programskem jeziku, ki sta enaki po videzu in 
funkcionalnosti. Aplikaciji sta nam dali dobro osnovo za izdelavo analiz med dvema jezikoma. 
Za boljšo analizo in obdelavo rezultatov smo izdelali svoja orodja, ki so nam poenostavila in 
avtomatizirala analize, tako da so lahko podatki bolj konsistentni. Za izdelavo le-teh sem 
uporabljal knjižnico, imenovano TornadoFX in napisano v Kotlinu, s katero lahko enostavno 
ustvarjamo grafične vmesnike za namizne računalnike. Vse analize sem izvedel na svojem 
namiznem računalniku, ki uporablja operacijski sistem Linux Mint 19.0 Cinnamon. Sistem 
uporablja 8-jedrni procesor Intel i9-9900K, ki deluje s frekvenco 3,6 GHz. Sistem ima na voljo 
32 gigabajtov pomnilnika, vse datoteke pa hrani na SSD disku Kingston SA400S37. Za analizo 
učinkovitosti izvajanja aplikacije sem uporabljal telefon Samsung S9+ z operacijskim sistemom 
Android 9.0 Pie. Sistem uporablja procesor Exynos 9810, ki ima 4 jedra, ki delujejo s frekvenco 
2,7 GHz, in 4 jedra, ki delujejo s frekvenco 1,7 GHz, na voljo pa ima 6 gigabajtov pomnilnika. 
5.1 HITROSTI PREVAJANJA 
Izvorno kodo aplikacije lahko v končno aplikacijo zgradimo na dva načina. Prvi način je t. i. čista 
gradnja (angl. clean build), pri katerem pred vsako gradnjo pobrišemo vse dosedaj prevedene 
datoteke, kar pomeni, da vedno prevedemo celotno izvorno kodo. Drug način pa je t. i. 
inkrementalna gradnja (angl. incremental build), kjer prevedemo samo tiste dele kode, ki so 
se spremenili. Tako občutno skrajšamo čas gradnje. Čisto gradnjo aplikacije pri razvoju 
ponavadi uporabimo le ob vzpostavitvi projekta, nato uporabljamo inkrementalno gradnjo.  
Da bi lahko primerjali hitrosti prevajanja aplikacij, smo z uporabo knjižnice TornadoFX izdelali 
orodje, ki se imenuje BuildCompare. Ta program uporablja sistem za gradnjo aplikacij, 
imenovan Gradle. Slednji omogoča, da lahko preko ukazne vrstice enostavno dostopamo do 
funkcionalnosti oziroma nalog (angl. tasks). Tako lahko z uporabo Gradle uporabimo 
Androidovo nalogo buildRelease, ki sproži postopek gradnje aplikacije.  
Naprej si poglejmo primerjavo časov za čisto gradnjo aplikacij. Program BuildCompare 
izmenično izvaja nalogo clean, nato nalogo buildRelease. Naloga clean pobriše vse 
datoteke, ki so predstavljale zgrajen projekt. To nalogo smo uporabili zato, da smo zagotovili, 
da se projekt vedno zgradi od začetka. Program prikaže grafikon, ki prikazuje čas gradnje za 
vsako aplikacijo posebej. Os Y predstavlja čas gradnje v sekundah, os X pa ponovitve. 
32 
 
Grafikon 6: Primerjava čiste gradnje 
 
Vir: lasten 
Iz grafikona lahko vidimo, da je čas gradnje aplikacije KotlinFakeSocial opazno daljši kot 
čas gradnje aplikacije JavaFakeSocial. Aplikacija, napisana v Javi, ima povprečni čas 
gradnje okoli 10,7 sekunde, medtem ko je ta za Kotlin okoli 17,3 sekunde. To pomeni, da je 
čas gradnje aplikacije napisane v Kotlinu, kar za 61 odstotkov daljši kot pri Javi. 
Tak rezultat dobimo, ker aplikacija, napisana v Kotlinu, uporablja več razširitev v teku gradnje 
projekta. Ko smo si pogledali lastnosti jezika Kotlin, smo videli, da nam ta veliko dela olajša z 
ustvarjanjem implementacij v teku prevajanja. Dodatno ustvarjanje binarne kode pa pomeni 
tudi daljši čas prevajanja in celotne gradnje aplikacije. 
Poglejmo si še čase za inkrementalno gradnjo aplikacij. Program  BuildCompare naprej 
naredi majhno spremembo v izvorni kodi in nato izvede nalogo buildRelease brez 
predhodnjega klica naloge clean. 
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Grafikon 7: Primerjava inkrementalne gradnje 
 
Vir: lasten 
Sedaj sta si povprečna časa prevajanja dosti bližje. Povprečni čas prevajanja aplikacije 
napisane v Javi, je sedaj le še 5,1 sekunde, čas prevajanja aplikacije, napisane v Kotlinu, pa 5,6 
sekunde, kar pomeni, da je slednji počasnejši od prvega le še za 11 odstotkov. To je pa velika 
razlika od prej, ko je bil prevajalni čas aplikacij v Kotlinu daljši za kar 61 odstotkov. Tako z 
uporabo inkrementalne gradnje aplikacije ne občutimo velike razlike v času prevajanja 
aplikacij. 
5.2 UČINKOVITOST IZVAJANJA 
Za namene testiranja izvajanja aplikacije smo potrebovali orodje, ki bi nam simuliralo postopek 
uporabe aplikacije. Da bi lahko pridobili boljše rezultate, smo ustvaril novo različico aplikacij, 
ki namesto podatkov, pridobljenih preko interneta, uporablja statične podatke. Tako aplikaciji 
med analizo nista uporabljali interneta, ki bi lahko pokvaril rezultate analiz. Za analizo 
učinkovitosti delovanja smo uporabili ogrodje, imenovano Appium, ki je odprtokodno ogrodje 
za avtomatizacijo testiranja aplikacij. To ogrodje podpira testiranje aplikacij za različne 
platforme, kot so iOS, Android in Windows Mobile. Appium nam omogoča, da lahko 
simuliramo klike, vnesemo tekst ali preverimo, če je nek element viden. Ogrodje Appium smo 
uporabili v svojem orodju, imenovanem AppiumCompare. To orodje izmenično izvaja teste 
in končne rezultate shrani v datoteko. Med testom se AppiumCompare vpiše v aplikacijo in 
sprehodi po vseh zaslonskih maskah aplikacije. Postopek posameznega testa traja približno 
100 časovnih enot. Časovna enota je čas, ki ga orodje ADB porabi za pridobitev podatkov o 
delovanju naprave, in ponavadi traja okoli pol sekunde. Učinkovitost izvajanja smo merili v 
dveh kategorijah: 
- poraba procesorske moči in 
- poraba pomnilnika. 
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Do podatkov o delovanju naprave smo dostopali s pomočjo Androidovega orodja ADB. Ta 
predstavlja most med računalnikom in napravo. Omogoča nam, da lahko dostopamo do 
orodne vrstice naprave. Preko te smo potem dostopali do programa Top, ki nam pokaže stanje 
sistema v formatiranem besedilu. Iz tega besedila smo lahko razbrali porabo procesorske moči 
in porabo pomnilnika. 
Za grafični prikaz podatkov o izvajanju smo izdelali orodje AppiumCompareGraphs, ki te 
podatke prikaže na grafikonu. Os X predstavlja časovne enote, os Y pa porabo procesorske 
moči ali pomnilnika v odstotkih. 
5.2.1 Poraba procesorske moči 
Naprej si poglejmo podatke o porabi procesorske moči za programski jezik Java. Da so podatki 
bolj berljivi, grafikon prikazuje podatke le za pet testov. 
Grafikon 8: Poraba procesorske moči aplikacije JavaFakeSocial 
 
Vir: lasten 
Pri tem grafikonu lahko vidimo, da se poraba procesorske moči sčasoma spreminja zelo hitro. 
Iz rezultatov lahko še delno razberemo, zakaj pride do porabe procesorske moči. Pri 
sedemnajsti časovni enoti lahko vidimo več aktivnosti, saj takrat test prvič naloži in prikaže 
zaslonska maska ContentActivity, ki pa je tehnično najzahtevnejša. Poraba procesorja 
je nekajkrat presegla 70 odstotkov razpoložljive procesorske moči. V enem primeru je ta 
vrednost celo 100 odstotkov. Podoben grafikon dobimo tudi, če analiziramo delovanje 
aplikacije, napisane v jeziku Kotlin. Tudi tu je zaradi preglednosti prikazanih le pet testov. 
35 
 
Grafikon 9: Poraba procesorske moči aplikacije KotlinFakeSocial 
 
Vir: lasten 
Po grafikonu sodeč, se aplikacija, napisana v programskem jeziku Kotlin, ne razlikuje dosti od 
aplikacije, napisane v Javi. Tudi tu lahko vidimo določene faze testa, kot so prikaz zaslonske 
maske ContentActivity. Poraba procesorja v določenih trenutkih preseže 85 odstotkov 
razpoložljive procesorske moči. Da pa bi lahko dobili boljšo predstavo o porabi procesorske 
moči, nam program lahko prikaže tudi povprečno porabo procesorske moči za vsak programski 
jezik posebej. Tako dobimo dosti bolj pregleden grafikon, ki nam lahko pove dosti več. 
Grafikon 10: Primerjava povprečne porabe procesorske moči obeh aplikacij 
 
Vir: lasten 
Sedaj ko imamo bolj prečiščeno sliko, vidimo, da sta si aplikaciji dokaj podobni po učinkovitosti 
izvajanja, le z razliko zagona. Že na začetku grafikona lahko vidimo, da je poraba procesorske 
36 
 
moči v aplikaciji KotlinFakeSocial večja za okoli 65 odstotkov. To pomeni, da mora 
aplikacija, napisana v jeziku Kotlin, na začetku storiti več za zagon aplikacije kot aplikacija v 
Javi. Zanimivo je tudi, da je aplikacija, napisana v jeziku Java, porabila za izvajanje povprečno 
dve sekundi več časa, kot če bi bila napisana v Kotlinu. To bi sicer lahko bilo zaradi lastnosti 
ogrodja Appium. Iz grafikona lahko še vedno razberemo faze testa, saj lahko pri obeh 
aplikacijah opazimo narast porabe procesorske moči pri sedemnajsti časovni enoti izvajanja, 
ko se zgodi prikaz zaslonske maske za ContentActivity. Prav tako lahko opazimo nizko 
porabo procesorske moči pri obeh aplikacijah okoli osemdesete časovne enote. Takrat se 
naložita in prikažeta zaslonski maski razredov SettingsActivity in AboutActivity, 
ki sta enostavni in zato porabita malo procesorske moči. 
5.2.2 Poraba pomnilnika 
Druga kategorija analize delovanja aplikacije je poraba pomnilnika. Mobilne naprave so 
omejene s pomnilnikom, zato je za razvijalca pomembno, da njegova aplikacija porabi čim 
manj razpoložljivega pomnilnika. Za upravljanje pomnilnika pa skrbi tudi sam virtualni stroj 
ART ali njegov predhodnik Dalvik, ki sta različica Javinega virtualnega stroja JVM in sta narejena 
za delovanje na operacijskem sistemu Android. Isto kot JVM, Androidov virtualni stroj za 
upravljanje s pomnilnikom uporablja t. i. čiščenje smeti. Ta skrbi za alokacijo pomnilnika, ko 
ustvarjamo nove objekte, prav tako pa tudi v pomnilniku sprosti objekte, ki niso več v uporabi. 
Tudi za analizo porabe pomnilnika sem uporabil program AppiumCompareGraphs, ki 
prikaže podatke v grafikonu. Naprej si poglejmo grafikon porabe pomnilnika aplikacije 
JavaFakeSocial. 
Grafikon 11: Poraba pomnilnika aplikacije JavaFakeSocial 
 
Vir: lasten 
Poraba pomnilnika se čez čas zvišuje, a se do konca izvajanja testa spremeni za manj kot en 
odstotek. Aplikacija na začetku izvajanja uporablja 3 odstotke razpoložljivega pomnilnika, na 
koncu izvajanja pa 3,6 odstotka. Med različnimi testi sicer pride do manjših razlik v količini in 
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času izvajanja programa, a so razlike minimalne. Podoben grafikon dobimo tudi, če 
analiziramo porabo pomnilnika aplikacije KotlinFakeSocial. 
Grafikon 12: Poraba pomnilnika aplikacije KotlinFakeSocial 
 
Vir: lasten 
Tudi tu je poraba razpoložljivega pomnilnika na začetku 3 odstotke in na koncu 3,6 odstotka. 
Tu lahko opazimo, da pride do manjših razlik med rezultati testov, a tudi tu so te razlike 
zanemarljive. Ker iz teh dveh grafikonov porabe pomnilnika težko razberemo razliko med 
učinkovitostjo aplikacij, si poglejmo še grafikon, ki nam prikazuje povprečne vrednosti porabe 
pomnilnika po posamezni aplikaciji. 





Iz tega grafikona je očitno, da sta si aplikaciji zelo podobni po porabi pomnilnika. Vrednosti 
aplikacij se skoraj popolnoma ujemajo v količini in času porabljenega pomnilnika. Če pa se 
moramo odločiti, pa lahko rečemo, da se tu bolje izkaže Kotlin, saj je na grafikonu modra črta, 
ki predstavlja Kotlin, več časa pod oranžno črto, ki predstavlja Javo. 
5.3 ŠTEVILO METOD 
Pri razvoju aplikacij smo hipotetično omejeni s številom metod v binarni kodi, ki jih lahko 
prevajalnik prevede v eno datoteko. Če presežemo mejo 64.000 metod, mora prevajalnik 
razdeliti metode v več datotek, kar pa dodatno podaljša postopek gradnje aplikacije. Poleg 
tega pa število metod tudi vpliva na velikost končne datoteke tipa APK, za katero želimo, da je 
čim manjša zaradi prenosa aplikacije preko interneta. 
Brez dodatnih nastavitev gradnje je razlika med jezikoma kar očitna. Aplikacija 
JavaFakeSocial po procesu gradnje vsebuje okoli 31.000 metod v binarni kodi, 
KotlinFakeSocial pa po gradnji vsebuje več kot 39.000 metod. Kotlin tako vsebuje skoraj 
26 odstotkov več metod. Če pogledamo, zakaj pride do tega, vidimo, da je največ novih metod 
prišlo iz Kotlinove standardne knjižnice, ki šteje kar 8.000 metod. Opazimo lahko tudi, da so 
med metodami tudi tiste, ki jih je namesto nas ustvaril Kotlinov prevajalec. Če se osredotočimo 
le na število metod, ki smo jih napisali mi, dobimo pri Javi 572 metod in pri Kotlinu 623 metod. 
Skupni števili metod nista niti blizu meje metod, a se razlika v številu pozna tudi na velikosti 
same aplikacije. Aplikacija JavaFakeSocial se zgradi v datoteko, veliko 2,7 megabajta, 
aplikacija KotlinFakeSocial pa v datoteko, veliko 3,4 megabajtov, kar pomeni, da je 
projekt v Kotlinu večji od projekta v Javi za okoli 26 odstotkov. 
Android nam za obfuskacijo in optimizacijo binarne kode aplikacije omogoča sistem ProGuard. 
Ta nam lahko v teku prevajanja izvorne datoteke modificira in odstrani vse metode, ki jih 
program ne uporablja. To so običajno metode, ki jih dobimo pri uporabi knjižnic, a jih ne 
uporabljamo. Z uporabo ProGuard je razlika med številom metod aplikacij zelo majhna. Po fazi 
gradnje vsebuje aplikacija JavaFakeSocial okoli 17.500 metod, aplikacija 
KotlinFakeSocial pa okoli 17.700 metod, kar pomeni, da ima aplikacija, napisana v 
Kotlinu, le okoli 1,1 odstotka več metod strojne kode kot aplikacija v Javi. Če pogledamo, 
katere metode sedaj vsebuje KotlinFakeSocial, vidimo, da se je število metod iz 
Kotlinove standardne knjižnice zmanjšalo na le 274 metod, kar je le 1,5 odstotka metod, ki jih 
aplikacija vsebuje brez uporabe ProGuard. To se tudi pozna na velikosti same datoteke 
aplikacije. Spremenilo se je tudi število metod, ki smo jih napisali sami. Tako je sedaj le-teh 
438 v Javini in 499 v Kotlinovi aplikaciji. Aplikacija JavaFakeSocial je z uporabo sisterma 
ProGuard velika 1,5 megabajta, aplikacija KotlinFakeSocial pa 1,7 megabajta. Tako, da 
je sedaj aplikacija, napisana v Kotlinu, večja od aplikacije v Javi le za okoli 13 odstotkov. 
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6 SUBJEKTIVNI VIDIK RAZVIJALCEV 
6.1 ZAKAJ SUBJEKTIVNI VIDIK 
Pri programiranju je pogosto poleg tehničnih lastnosti pomemben tudi pogled iz subjektivnega 
vidika. Ta pogled vključuje programerjevo razpoloženje, na kar pa vplivajo razumevanje 
problema, ki ga rešuje, pomoč različnih orodij in količina težav, s katerimi se ta sooči med 
razvojem programske opreme. Velikokrat je ta pogled celo bolj pomemben od tehničnih 
lastnosti. 
Ena najpomembnejših lastnosti programskega jezika je berljivost izvorne kode. Dejstvo, da nek 
programski jezik za neko implementacijo problema porabi manj vrstic izvorne kode, pa še ne 
pomeni, da je jezik bolj berljiv. Berljivost pomeni, da programer v čim krajšem času iz izvorne 
kode razbere, kaj ta počne. Poleg svojega mnenja nas zanima tudi mnenje drugih 
programerjev, saj se lahko mnenja razlikujejo glede na ozadje, iz katerega ta prihaja, in 
področje njegovega dela. Tako moramo na berljivost izvorne kode nekega programskega 
jezika gledati tudi iz subjektivnega vidika. 
Razpoloženje programerja med razvojem ne moremo izmeriti s pomočjo orodji in programov. 
Zato smo se odločili, da sami implementiramo dve aplikaciji, eno v jeziku Kotlin in eno v jeziku 
Java, iz katerih bi dobili dovolj dobro razumevanje, kako razvoj aplikacij občuti razvijalec. Tako 
lahko vzporedno primerjamo svoje občutke in razpoloženje pri razvoju enakih aplikacij, kar 
vključuje količino težav, s katerimi smo se v teku razvoja aplikacije soočali, ter kako in v kakšni 
meri so nam pri razvoju pomagala orodja. 
6.2 ANKETA 
Da bi lahko bolje razumeli, kako se v tem pogledu primerjata programska jezika Java in Kotlin 
pri razvoju aplikacij za platformo Android, smo povprašali tudi druge programerje. Tako smo 
s pomočjo spletnega portala »1ka« izdelali spletno anketo, ki je bila namenjena za 
programerje iz vseh smeri panoge. 
Anketa je bila zasnovana na način, da od ankentiranca pridobi osnovne podatke o njegovih 
izkušnjah. Povpraša ga, koliko časa se ukvarja s programiranjem, ter o najpriljubljenejšem 
programskem jeziku in jeziku, ki ga uporablja največ. Med možne odgovore smo podali 
najpopularnejše jezike glede na podatke iz števila projektov na portalu GitHub. Dodali pa smo 
tudi polje, kamor lahko anketiranec poda svoj poljuben odgovor. Namen tega dela ankete je 
bil, da dobimo boljšo predstavo o tem, s kakšnih področij so anketiranci. 
V drugem delu smo anketiranca povprašali o njegovem poznavanju razvoja aplikacij za 
pametne telefone in poznavanju jezikov Java in Kotlin. Na primer zanima nas, katere platforme 
za razvoj mobilnih aplikacij anketiranec pozna. Tu so bili možni odgovori Android, iOS in 
Symbian. Prav tako smo anketirancu dali možnost, da se z razvojem mobilnih aplikacij ne 
ukvarja, in dodali polje, v katerega je lahko vnesel poljubno platformo. Pri naslednjem 
vprašanju nas podrobneje zanima, v katerem okolju razvija aplikacije Android. Možni odgovori 
so bili Android Studio, IntelliJ, NetBeans in Eclipse. Kot pri prejšnjem vprašanju smo dali 
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anketirancu možnost, da ne razvija aplikacij ali da vnese svoj odgovor. Pri naslednjem 
vprašanju nas je zanimalo, kakšno je njegovo poznavanje programskega jezika Java, 
programskega jezika Kotlin in okolja Android, za kar je anketiranec lahko podal eno od šestih 
vrednosti. Vrednosti so bile: 
- Ne poznam, ne uporabljam. 
- Poznam, ne uporabljam. 
- Naredil(a) vsaj eno aplikacijo. 
- Uporabil(a) pri manjših projektih. 
- Uporabil(a) pri večjih projektih. 
- Uporabljam profesionalno. 
S tem odgovorom smo želeli od anketiranca izvedeti, kakšne izkušnje ima s programskima 
jezikoma, ki se uporabljata za razvoj mobilnih aplikacij za platformo Android in samim okoljem 
Android. 
V naslednjem delu ankete smo uporabniku prikazali implementacijo izvorne kode, s katero se 
razvijalec aplikacij za platformo Android ponavadi sooča. Nato smo mu prikazali trditve, za 
katere je moral izbrati eno izmed možnih vrednosti. Spletna anketa je izmenično prikazovala 
kodo in vprašanja za oba programska jezika. Nekateri anketiranci so prej dobili vprašanja o 
Javi, drugi pa vprašanja o Kotlinu. To zato, da ne bi dejstvo, da je bil anketiranec naprej 
izpostavljen problemu v enem jeziku, vplivalo na rezultate ankete. Da bi lahko izvedeli, kaj si 
anketiranec misli o videni implementaciji, mu postavimo štiri trditve: 
- Vem, kaj dela koda. 
- Koda je berljiva. 
- Koda je intuitivna. 
- Koda mi je poznana. 
Da bi lahko ugotovili, v kolikšni meri se anketiranec s trditvami strinja, je ta lahko za vsako 
trditev izbral eno izmed možnih vrednosti: 
- Se ne strinjam. 
- Delno se ne strinjam. 
- Delno se strinjam. 
- Se strinjam. 
Ta del je glavni del te ankete, saj smo tu lahko dobili predstavo o tem, kako programske jezike 
dojemajo drugi programerji, potem ko so izpostavljeni primeru implementacije, ki je ne 
poznajo. Ker pa nas je zanimalo njihovo celotno mnenje, smo pri obeh jezikih pustili polje za 
možne komentarje. 
Zadnji del ankete je bil namenjen temu, da izvemo, kdo so anketiranci. Tako jih povprašamo 
po spolu in starosti, kjer smo anketirancu dali na voljo več starostnih skupin: 
- do 15, 
- od 15 do 25, 
- od 25 do 35, 
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- od 35 do 45, 
- od 45 do 55 in 
- od 55. 
Anketiranca smo nato povprašali o zaposlitvenem statusu. Ta je lahko odgovoril, da je študent, 
zaposlen v IT, zaposlen drugje ali nezaposlen. Ponudili smo mu tudi polje, kamor je lahko 
vnesel poljuben odgovor. Prav tako pa nas je zanimalo, kakšna je najvišja stopnja izobrazbe, ki 
so jo anketiranci dosegli. Tako so med možnimi odgovori bili osnovnošolska izobrazba, 
srednješolska izobrazba, visokošolska izobrazba in polje za poljuben odgovor. 
6.3 ANALIZA REZULTATOV 
Čeprav je bila anketa objavljena dalj časa, smo uspeli pridobiti manjše število odgovorov, kot 
smo želeli, saj je bilo veliko rezultatov nepopolnih. Iz podatkov, ki smo jih lahko pridobili, smo 
dobili zanimivo sliko o tem, kako gledajo na programska jezika Java in Kotlin drugi programerji. 
Če naprej pogledamo, kdo so naši anketiranci, ugotovimo, da so vsi moškega spola. 54 
odstotkov anketirancev je zaposlenih v IT, preostali pa so študentje. Med anketiranci ni bilo 
nobenega, ki ne bi bil zaposlen ali zaposlen nekje drugje. 
Grafikon 14: Porazdelitev najvišjih doseženih izobrazb anketirancev 
 
Vir: lasten 
Za najvišjo doseženo izobrazbo je največ anketirancev navedlo srednješolsko izobrazbo, kar je 
logično, saj je bilo veliko anketirancev še študentov. Anketirancev, ki so dosegli največ 
srednješolsko izobrazbo, je bilo točno polovica, osnovnošolsko izobrazbo je doseglo 4 




Grafikon 15: Porazdelitev časa ukvarjanja s programiranjem anketirancev 
 
Vir: lasten 
Iz grafikona 15 lahko vidimo, da se večina anketirancev ukvarja s programiranjem 2-5 let. Teh 
je 47 odstotkov, takih, ki se ukvarjajo do 2 leti, je bilo 37 odstotkov, ostali pa imajo več kot 5 
let izkušenj. 
Grafikon 16: Porazdelitev najljubših programskih jezikov anketirancev 
 
Vir: lasten 
Za najljubši programski jezik je največ anketirancev izbralo Javo. To je izbralo 23 odstotkov 
anketirancev, drugo mesto pa so si delili Python, PHP, JavaScript in »drugo«, vsak s po 17 
odstotki. Pod odgovor »drugo« so anketiranci navedli jezika Swift in Kotlin. 10 odstotkov jih je 
odgovorilo, da njihov jezik prihaja iz družine jezikov C. 
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Grafikon 17: Porazdelitev programskih jezikov, s katerimi se anketiranci ukvarjajo največ 
 
Vir: lasten 
Spet je na prvem mestu programski jezik Java s 33 odstotki vseh odgovorov. Na drugem mestu 
je programski jezik PHP, ki ga največ uporablja 20 odstotkov anketirancev, na tretjem pa 
JavaScript, ki ga največ uporablja 17 odstotkov anketirancev. Tudi tu so pod odgovor »drugo« 
navedli jezika Swift in Kotlin. Zanimiv podatek pa je, da čeprav je Python za najljubši jezik 
izbralo 17 odstotkov anketirancev, pa se z njim največ ukvarja le 7 odstotkov. 




Iz tega grafikona lahko vidimo, da se je največ anketirancev naučilo programirati v jeziku 
Python. V tem jeziku se je naučilo programirati 33 odstotkov, 30 odstotkov pa se jih je naučilo 
programirati v Javi. Odgovor »drugo« je izbralo 13 odstotkov anketirancev, kjer so največkrat 
navedli Objective C, podali pa so tudi programska jezika C# in Logo. 
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Grafikon 19: Porazdelitev poznavanja platform za razvoj mobilnih aplikacij 
 
Vir: lasten 
Večina anketirancev, ki se ukvarja s razvojem aplikacij, pozna platformo Android. Takih, ki se 
ne ukvarjajo z razvojem, je 37 odstotkov. Tako je odgovor Android izbralo 60 odstotkov 
anketirancev, iOS 63 odstotkov, Symbian pa le 13 odstotkov anketirancev. Tu lahko vidimo, da 
je platforma Android zelo prepoznavna med programerji, ki se ukvarjajo z razvojem mobilnih 
aplikacij.  
Pomemben del razvoja aplikacij za pametne telefone so tudi okolja, ki nam ponujajo orodja in 
urejevalnike za izvorno kodo. Povprašali smo jih tudi o tem, s kakšnimi orodji razvijalci razvijajo 
aplikacije za platformo Android. 
Grafikon 20: Porazdelitev uporabe orodij za razvoj mobilnih aplikacij za platformo Android 
 
Vir: lasten 
Iz grafikona razberemo, da večina tistih, ki se ukvarja z razvojem aplikacij Android, za razvoj 
uporablja Android Studio. Z razvojem mobilnih aplikacij se ne ukvarja 53 odstotkov 
anketiranih. Od ostalih 47 odstotkov kar 86 odstotkov uporablja Android Studio, 14 odstotkov 
pa uporablja IntelliJ ali NetBeans. 
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Grafikon 21: Porazdelitev poznavanja okolja Android ter programskih jezikov Java in Kotlin 
 
Vir: lasten 
Če najprej pogledamo odgovore za programski jezik Java, vidimo, da vsi anketiranci jezik 
poznajo, večina ga je uporabilo pri izdelavi manjših projektov, saj je ta odgovor izbralo 35 
odstotkov anketirancev. Na drugem mestu s 26 odstotki je odgovor, ki so ga izbrali 
programerji, ki poznajo jezik, a ga ne uporabljajo. S programskim jezikom Java se 
profesionalno ukvarja 16 odstotkov programerjev, kar je več, kot se jih profesionalno ukvarja 
z okoljem Android ali jezikom Kotlin. Okolja Android ne pozna 13 odstotkov anketiranih, 32 
odstotkov jih pozna to okolje, a ga ne uporablja, 23 odstotkov jih je naredilo vsaj eno aplikacijo, 
16 odstotkov je v okolju Android ustvarilo manjšo aplikacijo, 13 odstotkov anketirancev pa se 
z okoljem Android ukvarja profesionalno. Zanimive podatke dobimo pri zadnjem vprašanju, 
kjer nas zanima, kakšno je poznavanje programskega jezika Kotlin. Za programski jezik Kotlin 
še nikoli ni slišalo 42 odstotkov anketiranih. Programski jezik pozna 45 odstotkov, uporablja 
pa ga le 12 odstotkov anketiranih. 
Da bi lahko videli, kaj si uporabniki mislijo o jezikih, smo jim prikazali primera izvorne kode v 
obeh jezikih in trditve, na katere so odgovorili, v kolikšni meri se s trditvijo strinjajo. Trditve 
so: 
- Se ne strinjam. 
- Se delno ne strinjam. 
- Se delno strinjam. 
- Se strinjam. 
Da dobimo boljši pregled nad rezultati, lahko rezultate prikažemo v radarskem grafikonu. 
Odgovore lahko otežimo in za vsako trditev izračunamo povprečni odgovor. Odgovore na 
trditve smo otežili z vrednostmi od 1 do 4. Odgovor »se ne strinjam« smo ovrednotili z 1, 
odgovor »se strinjam« pa s 4. Naprej poglejmo odgovore za programski jezik Java. 
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Java je priljubljen in razširjen jezik. To se pozna tudi iz odgovorov, kjer so anketiranci pri vseh 
trditvah povprečno odgovorili s »se delno strinjam«. Vrednosti odgovorov so si morda tako 
blizu, ker je veliko anketirancev programerjev, ki se ukvarjajo  s programiranjem v Javi. Iz 
grafikona vidimo, da se večina anketirancev delno strinja s trditvijo, da je koda berljiva. Ta 
odgovor nas je sicer malo presenetil, a je smiseln, saj so Java programerji ponavadi izkušeni v 
tem jeziku in ga znajo brati, ne da bi jih moteči elementi pretirano motili. Podoben razlog lahko 
pripišemo tudi rezultatom drugih vprašanj. Rezultati so sicer boljši, kot smo pričakovali, a še 
vedno bi lahko bili boljši, saj se anketiranci v povprečju z nobeno trditvijo ne strinjajo v celoti. 
Sedaj ko smo videli podatke o tem, kaj si mislijo anketiranci o jeziku Java, si poglejmo še, kaj si 
mislijo o jeziku Kotlin. 
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Takoj lahko opazimo, da so odgovori na različne trditve različni v primerjavi z Javo. Največja 
razlika je na desni strani grafikona, kjer prikazujemo odgovore za trditev, da je koda berljiva. 
Tu je večina anketirancev odgovorila z višjo oceno kot pri jeziku Java. To pomeni, da večina 
anketirancev meni, da je izvorna koda napisana v Kotlinu bolj berljiva kot izvorna koda, 
napisana v Javi. Tu je izbralo odgovor »se strinjam« kar dve tretinji anketirancev. Povprečna 
vrednost odgovorov za to trditev znaša 3,6, kar je za sedem desetin več, kot je bila vrednost 
odgovora iste trditve iz prejšnjega grafikona, ki je prikazoval podatke za programski jezik Java. 
Programski jezik Kotlin ima boljšo povprečno oceno pri vseh trditvah razen pri trditvi, da jim 
je koda poznana. Tudi tu se vidi, da ima večina anketirancev izkušnje z Javo, ki jim je dobro 
poznan jezik. Programski jezik Kotlin je nov in ima dosti manj uporabnikov kot Java. Tako se na 
grafikonu pozna, da jim je jezik nepoznan, anketiranci pa menijo, da je koda bolj intuitivna. To 
pomeni, da čeprav jim izvorna koda v tem jeziku ni znana, lahko na hitro ugotovijo, kako jezik 
deluje in tako lahko dobijo predstavo o tem, kaj koda počne. To je dober znak za Kotlin, saj je 
njegov namen, da lahko dobro in enostavno nadomesti jezik Java, ne da bi učenje novega 
jezika vzelo veliko časa. Čeprav ima večina anketirancev več izkušenj z Javo, so lahko enako 
dobro ali celo bolje prepoznali, kaj počne izvorna koda, napisana v jeziku Kotlin. 
6.4 OSEBNO MNENJE GLEDE IZDELAVE PROJEKTOV 
Ker smo potrebovali za analizo dve aplikaciji, smo izdelali projekt Fake Social. Ideja projekta je 
bila, da implementiramo dve aplikaciji, ki sta si enaki po videzu in funkcionalnosti. Edina razlika 
med njima je, da je ena napisana v jeziku Java, druga pa v jeziku Kotlin. Na začetku smo se 
morali odločiti, kaj bo aplikacija počela. Za ta namen se je za najboljšo opcijo izkazala aplikacija, 
ki simulira družbeno omrežje. To pa zato, ker vključuje vseh sedem arhitipov, ki jih aplikacija 
za pametne telefone ponavadi vključuje. 
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Za razvoj obeh smo uporabili okolje Android Studio, ki je tudi priporočeno orodje za izdelavo 
mobilnih aplikacij za platformo Android s strani Googla. Že od začetka je jasno, da imata oba 
jezika prvovrstno podporo orodij, ki jih ponuja okolje Android Studio. Tako je bilo zelo 
enostavno vzpostaviti nova projekta in jih prirediti našim potrebam. S pritiskom na gumb lahko 
orodju povemo, ali želimo nov projekt razvijati v programskem jeziku Java ali Kotlin, in orodje 
za nas ustvari vse potrebne dokumente, ki jih potrebujemo pri razvoju. Že od začetka razvoja 
jezika Kotlin je ekipa imela namen, da ustvari jezik, za katerega se da ustvarjati dobra orodja, 
kar se pozna tudi pri samem poteku razvoja. Tako nam Android Studio omogoča vse, kar  nam 
omogoča pri razvoju aplikacij v Javi. Na voljo pa so tudi razširitve, ki jih ustvarjajo zunanji 
razvijalci in ki nam olajšajo delo ter skrajšajo čas razvoja. 
V primerjavi z Javo je programski jezik Kotlin dosti močnejši. To se pozna pri vseh možnih 
funkcionalnostih, ki nam jih jezik ponuja. Razvijalec pri razvoju aplikacij v Javi velikokrat 
uporablja neke vzorce, ki pa nam jih Kotlin ponudi kot lastnost jezika. Tako nam namesto 
implementacije modela omogoči uporabo data razreda, kar nam prihrani ogromno časa pri 
implementaciji in preglednosti. Prav tako nam ponuja funkcionalnost vzorca singleton kot 
lastnost jezika. To nam omogoča z uporabo razreda object. Poleg skrajšanja časa razvoja in 
pridobljene berljivosti pa prevajalec za nas poskrbi, da je implementacija vedno optimizirana 
in varna. Velikokrat lahko programer ob implementaciji postane len in funkcionalnosti ne 
implementira ustrezno ali se pri njej zmoti. Na ta način Kotlin implementacijo določenih 
funkcionalnosti prenese iz rok programerja v roke prevajalnika. Tako se lahko programer 
izogne neželenim napakam v teku programa. 
Pravzaprav smo bili presenečeni, da lahko Kotlin v celoti uporablja vse knjižnice, ki so napisane 
v Javi. V programskem jeziku Kotlin nam je uspelo implementirati vse, kar smo lahko 
implementirali v Javi. Pri Kotlinu gremo lahko celo korak dlje. Za uporabo knjižnic, narejenih 
za Javo, si lahko ustvarimo pomožne metode, ki še dodatno izboljšajo uporabo knjižnic v 
našem projektu. To se vidi tudi pri drugih odprtokodnih projektih, kjer so pogosto poleg 
knjižnic za Javo objavljene tudi pomožne knjižnice, ki vsebujejo še dodatne implementacije v 
Kotlinu in ki izboljšajo uporabniško izkušnjo uporabnika te knjižnice. 
Čeprav smo nekatere dele aplikacije naprej napisali v jeziku Kotlin, nam je implementacija teh 
delov v Javi vzela več časa. Velikokrat je bil problem v sami naravi jezika, saj je v Javi za malo 
funkcionalnosti treba napisati veliko izvorne kode. Ko smo začeli uporabljati jezik Kotlin, smo 
šele ugotovili, koliko nepotrebnih deklaracij vsebuje jezik Java. V nekaterih primerih se je 
implementacija določene funkcionalnosti skrajšala le še na par vrstic. V programskem jeziku 
Kotlin je ustvarjanje razredov in pomožnih metod enostavno. Tako smo v Kotlinu ustvarili dosti 
več pomožnih metod, s katerimi je bilo programiranje enostavnejše. Opazili smo, da smo 
zaradi teh metod in zaradi lastnosti jezika imeli več časa za razmišljanje o problemu, ki ga 
rešujemo, in ne o tem, kako določeno funkcionalnost implementirati. Čeprav ima Kotlin 
določeno sintakso, lahko na koncu dosežemo, da se bere kot psevdokoda. Tako lažje krmarimo 
po izvorni kodi in hitreje najdemo del kode, ki ga iščemo. 
Pri razvoju v programskem jeziku Kotlin pa nas je predvsem motila ena stvar. Kotlin za razliko 
od Jave ne zahteva, da klic metode, ki lahko vrne izjemo, ovijemo v telo try/catch. Za to 
lastnost so se razvijalci jezika odločili, saj je Java zelo vsiljiva z implementacijo teh teles, ki pa 
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je bila velikokrat nepotrebna. Tako se lovljenje izjem premakne nazaj v roke razvijalca. S tem 
smo imeli na začetku kar nekaj težav, saj nas urejevalnik ne opozori, da lahko metoda vrne 
izjemo. Zato smo pozabljali na implementacijo lovljenja izjem in prihajalo je do napak v teku 
izvajanja programa. To lahko v Kotlinu rešimo tako, da vse klice, ki so tvegani, ovijemo v telo 
funkcije, ki skrbi za lovljenje izjem. Tako se implementacija takih problemov razlikuje od 
implementacije v Javi. Take spremembe od programerja zahtevajo, da se nauči in uporablja 
nove programerske vzorce, ki pa so ponavadi dobra praksa za razvoj programske opreme. Tako 
nas sam jezik spodbudi, da pišemo boljšo izvorno kodo, ki je varnejša, trajnejša in je kar se da 
optimizirana. 
V času razvoja jezika Kotlin je bilo tudi opaziti napredek v samem jeziku in njegovih orodjih. 
Tako nam zna z vsako novo verzijo urejevalnik Android Studio optimizirati več stvari in 
predlagati popravke v naši kodi. Tu nam je urejevalnik v pomoč, lahko pa se od njega tudi 
veliko naučimo, saj nam ta v naši kodi pokaže, kako bi lahko to stvar naredili bolje. Čeprav je 
Kotlin nov jezik, pa ima za seboj veliko navdušenih uporabnikov, ki ustvarjajo nove vire za 
učenje, knjižnice, članke in ponujajo pomoč. Tako nam je bil pri učenju jezika v veliko pomoč 
Kotlinov kanal programa Slack. Ker se očitno Kotlin dobro prijemlje pri razvijalcih in ga do sedaj 
uporablja že kar nekaj ljudi, ima dobro podporo tudi po omrežjih, kot je StackOverflow, kjer 
programerji objavljajo svoje probleme iz kode, na katere drugi uporabniki odgovarjajo s 
svojimi rešitvami. 
Pri razvoju se tudi pozna, da je Google objavil, da je Kotlin postal glavni jezik poleg Jave za 
razvoj mobilnih aplikacij za platformo Android. Tako so v dokumentaciji na voljo poleg Jave 
primeri, napisani tudi v Kotlinu. Čez čas je bilo možno tudi opaziti, da se je začela Androidova 
standardna knjižnica prilagajati, da je bolje sodelovala z jezikom Kotlin. To pomeni, da so 
razvijalci v Javinih izvornih dokumentih začeli uporabljati anotaciji @Nullable in 
@NonNull, kar omogoča Kotlinu, da sam določi tip spremenljivke in s tem prepreči 





V tem delu smo predstavili razlike razvoja mobilnih aplikacij za platformo Android v 
programskih jezikih Java in Kotlin. Tako smo na začetku z uporabo orodja GitCompare 
raziskali razširjenost in uporabo jezikov na portalu GitHub. Iz pridobljenih podatkov smo 
ugotovili, da je programski jezik Kotlin vse bolj popularen, medtem ko programskemu jeziku 
Java popularnost pada. Še vedno pa je število projektov v programskem jeziku Java večje, kot 
jih je v jeziku Kotlin. Tako lahko potrdimo hipotezo H7, ki ji lahko še dodamo, da je Kotlin 
trenutno pod nekimi pogoji celo bolj priljubljen kot Java. 
Na podlagi razvoja enakih aplikacij v obeh jezikih smo ugotovili, da smo lahko implementirali 
vse, kar nam ponuja okolje Android. Tako lahko potrdimo hipotezo H1, saj lahko v 
programskem jeziku dosežemo vse funkcionalnosti, ki jih lahko v programskem jeziku Java. 
Potrdili smo hipotezo H3, ki pravi, da lahko programski jezik Kotlin v celoti uporablja funkcije 
iz programskega jezika Java. Prav tako lahko pogojno potrdimo hipotezo H4, ki pravi, da lahko 
jezik Java v celoti uporablja funkcije iz programskega jezika Kotlin. Pogojno zato, ker lahko 
nekatere funkcije, napisane v Kotlinu, iz Jave uporabljamo samo pod pogojem, da za to poskrbi 
programer pri implementaciji teh funkcij z uporabo anotacij. 
Z uporabo orodij BuildCompare in AppiumCompare smo primerjali jezika glede na 
tehnične lastnosti pri gradnji aplikacij. Prevajalni čas smo primerjali z uporabo čiste ter 
inkrementalne gradnje. Pri čisti gradnji je bil Kotlin 61 odstotkov počasnejši kot Java, a je bil 
pri inkrementalni gradnji počasnejši le še za 11 odstotkov. Ker se ponavadi v veliki večini 
uporablja inkrementalna gradnja, je slednja primerjava dosti bolj pomembna. Pri primerjavi 
aplikacij, glede na porabo procesorske moči, smo ugotovili, da se z izjemo zagona, aplikaciji ne 
razlikujeta dosti. Pri obeh se povprečne vrednosti gibljejo podobno. Še bolj podobni sta si 
aplikaciji, če primerjamo njuno porabo pomnilnika. Tu bi lahko rekli, da je bila v tem merilu 
aplikacija, napisana v Kotlinu, celo malo boljša. Pri primerjavi aplikacij, glede na število metod 
v prevedeni binardni kodi, smo ugotovili, da je število metod odvisno od tega, če razvijalec 
uporabi orodje ProGuard, ki odstrani vse nepotrebne metode iz gradnje aplikacije. Z njegovo 
uporabo je razlika med jezikoma dosti manjša. Tako je število metod aplikacije, napisane v 
Kotlinu, večje le za 2 odstotka, medtem ko je sama velikost končne datoteke večja za 13 
odstotkov. Glede na te podatke lahko potrdimo hipotezo H2, pod pogojem da se pri razvoju 
aplikacije uporablja standardna orodja in prakse, kar pomeni uporaba inkrementalne gradnje 
in uporaba orodja ProGuard. 
Da bi lahko potrdili hipotezi H5 in H6, smo izdelali enostavno anketo, v kateri smo kolege 
povprašali o njihovem mnenju glede programskih jezikov Java in Kotlin. Iz pridobljenih 
odgovorov smo ugotovili, da večina anketirancev meni, da je Kotlin bolj razumljiv in pregleden 
kot je Java. Glede na ta odgovor in glede na dejstvo, da je večina anketirancev odgovorila, da 
ne pozna programskega jezika, lahko trdimo, da je programski jezik Kotlin razumljiv, tudi če 
razvijalec ne pozna jezika. 
Skozi izdelavo tega dela smo lahko v celoti potrdili skoraj vse hipoteze, ki smo jih določil pred 
začetkom dela. Tako lahko na koncu rečemo, da je Kotlin vsekakor dober kandidat za 
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naslednika Jave. Kljub temu, da je programski jezik sicer še mlad, hitro pridobiva na 
razpoznavnosti in se je pri delu te diplomske naloge izkazal za močan jezik, s katerim lahko 
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