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であり，本論文においては，この P/T ペトリネットについて主に論じている．また，P/T ペト
リネットには構造的，あるいは，挙動的な制限を加えたサブクラスが存在する．時間的概念を
導入した時間ペトリネット（TPN：timed Petri Net）および確率ペトリネット（SPN：stochastic 
Petri Net）と呼ばれるもので，TPN は確定的な時間を，SPN は確率的な時間を導入している．
また，論理的な構造と時間的な構造を融合したモデルとして一般化確率ペトリネット（GSPN：
generalized stochastic Petri Net）もある．さらに，P/T ペトリネットの表現は単純であるた
め，実用的な対象を記述しようとした場合ネットのサイズが大きくなる欠点を持つことから，
P/T ペトリネットを時間的関係は持たせず論理的関係についてのみ拡張した高水準ペトリネッ




























k 重アーク（多重アーク）と呼ばれ，k 本の平行なアークの集合と解釈できる．k が 1 の時の重
みの付記は，通常，省かれる．プレース p が非負整数 k を割り当てられている時，p は k 個の
トークン（token）でマーキングされているという．図示する時は，プレース p 内に k 個の黒
い点（トークン）を描く．m 個のプレースからなるペトリネット全体のマーキングは，m 次元








ペトリネット PN = ( P, T, W, M 0 ) ，ここで
P =｛ p 1 ,  p 2 , ･･･ , p m ｝は，プレースの有限な集合．
T = { t 1 ,  t 2 , ･･･ , t n  } は，トランジションの有限な集合．
F ⊆ ( P×T ) ∪ ( T×P ) は，アークの集合．（流れ関係）
W : F → { 1, 2, 3, ･･･ } は，重み付け関数．
M o : P → { 0, 1, 2, 3, ･･･ } は，初期マーキング．
P ∩ T = φ でかつ P ∪ T ≠ φ である．
特定の初期マーキングが規定されていないペトリネット構造は N で表される．




7（１）トランジション t のすべての入力プレース p に，少なくとも w ( p, t ) 個のトークンが




（３）トランジション t が発火すると，t の各入力プレース p から w ( p, t )個のトークンが取
り去られ，t の各出力プレースへ w ( p, t )個のトークンが加えられる．ここで，w ( p, t ) は，入










た化学反応：2H2 ＋ O2 → 2H2O を用いて図 2-2 で説明する．H2および O2のそれぞれ 2 分子
が反応可能であることを図 2-2(a)の各プレースの 2 つのトークンは示しており，トランジショ
ン t は発火可能である．t の発火後，マーキングは図 2-2(b)で示すものとなり，トランジション
t はもはや発火可能ではなくなる．
（ａ） 発火可能なトランジション t を発火させる前のマーキング
（ｂ） t を発火させた後のマーキング























M 0をM n へ変換する発火の系列が存在するとき，マーキングM n はM 0から可達（reachable）
であるという．発火系列（firing sequence）または生起系列（occurrence sequence）は，
σ＝ M 0 t 1  M 1 t 2 ･･･ t n M n で表すか，あるいはσ＝ t 1 t 2 ･･･ t n と略記して表す．この
場合，M n は，σにより M 0 から可達であり，M 0 [σ＞M n と記す．ネット（N , M 0 ）にお
いて，M 0 から可達なすべてのマーキングの集合を R ( N , M 0 ) あるいは単に R ( M 0 ) と記
す．ネット（N , M 0 ）において，M 0 から始まるすべての発火系列の集合を L (N , M 0 )，あ
るいは単に L (M 0 ) と記す．
ペトリネットの可達問題とは，ネット（N , M 0 ）において，M n に対し，M n ∈ R ( M 0 ) で
あるかどうかを求める問題である．いくつかの応用では，プレースの部分集合のみに関心が持
たれ，ネットの残りのプレースについては無関心でよいことがある．これは部分マーキング可
達問題として，次のように定義される．つまりあるマーキングM n ’ が与えられたとき，
M n ’ ∈ R ( M 0 ) であるかどうかを検証するものであり，ここでM n’ は，対象とするプレース
の部分集合 P ’ に属する p ’ に対し，M n ’ ( p ’ ) ＝ M n ( p ’ ) であるが その他のプレース p に





ると呼ばれる．このとき，すべてのプレース p およびすべてのマーキングM ∈R ( M 0 ) に















(0) トランジション t が，L (M 0 ) のどの発火系列においても，発火できないならば，t は
不活性（dead）（L 0－活性）である．
(1) トランジション t が，L (M 0 ) のある発火系列において少なくとも 1 回は発火可能であ
るならば，t はL 1－活性（L 1－live）（潜在的に発火可能）である．
(2) 任意の整数 k に対し，トランジション t が，L (M 0 ) のある発火系列において，少なく
とも k 回は発火可能であるならば，t はL 2－活性（L 2－live）である．
(3) トランジション t が，L (M 0 ) のある発火系列において，無限回現れるならば，t はL 3
－活性（L 3－live）である．
(4) トランジション t が，R (M 0 ) のすべてのマーキングに対して，L 1－活性ならば，t は
L 4－活性（L 4－live）あるいは単に活性である（すなわち活性なトランジション t は，
M 0 からいかなるマーキングに達しても，そこからある発火系列により発火することが
できる．
ネット内のすべてのトランジションが，L k －活性，k = 0, 1, 2, 3, 4, ならば，ペトリネッ
ト（N, M 0 ）は，L k －活性であると呼ばれる．L 4－活性は最も強いものであり，先に定義
した活性に相当する．次の包含関係は容易にわかる．L 4－活性 → L 3－活性 → L 2－活性 →
L 1－活性，ここで→は「包含する」ことを意味する．トランジションが L k －活性であって，
L (k +1)－活性で無い場合（k = 0, 1, 2, 3），強 L k －活性（strictly L k －live）であると呼ぶ．
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図2-3 活性を表すペトリネットの例





（１）被覆（可達）木法（coverability (reachability) tree method）．
（２）行列方程式法（matrix equation approach）．














抑えるために，特殊な記号ωを導入する．ここでωはすべての整数 n に対して，ω＞ n ，ω
± n ＝ω，ω≧ωという性質を持つ．
例として，図 2-3 で示したネットを考える．初期マーキング M 0 ＝（ 1  0  0 ）に対して，
2 つのトランジション t 1 および t 2 が発火可能である．t 1 の発火はM 0 を M 1 ＝（ 0  0  
1 ）に変える．これは，M 1 において発火可能なトランジションがないため，「終端」である．
t 3 の発火により，M 0 は M 3’＝（ 1  1  0 ）となり，これは，M 0 ＝（ 1  0  0 ）を被
覆しているため，新しいマーキングはM 3 ＝（ 1  ω  0 ）である．ここでは，2 つのトラン
ジション t 1 および t 3 が再び発火可能である．t 1 の発火で M 3 からM 4 ＝（ 0  ω  1 ）
を得る．ここから t 2 が発火可能となり，M 4 と等しい「既存」ノード M 5 を得る．M 3 に






与えられたペトリネット（N, M 0 ）に対して，被覆木 T を用いて調べることのできる性質
には，次のものがある．
M 0 ＝（ 1  0  0 ）
M 1 ＝（ 0  0  1 ）
「終端」
M 3 ＝（ 1  ω  0 ）
M 4 ＝（ 0  ω  1 ） M 0 ＝（ 1  ω  0 ）
   「既存」
M 5 ＝（ 0  ω  1 ）
  「既存」
t 1 t 3
t 1 t 3
t 2
0  0  1 1  0  0 1  ω  0
0  ω  1





（１）T のどのノードの記述にもωが現れなければ，かつそのときに限って，ネット（N, M 0 ）
は有界である．すなわち，R（M 0 ）は有限である．
（２）T のどのノードの記述にも 0 および 1 しか現れなければ，かつそのときに限って，ネッ
ト（N, M 0 ）は安全である．
（３）T のどのアークの記述にもトランジション t が現れなければ，かつそのときに限って，
そのトランジション t は不活性である．

















m 個のプレースと n 個のトランジションを持ったペトリネット N に対して，接続行列
A＝[a i j ] は m × n の整数行列であり，各成分は次の式で与えられる．
(2-1)
ここで，a i j ＋ ＝w ( i , j ) は，トランジション t からその出力プレース j へ向かうアークの重
みであり，a i j － ＝w ( i , j ) は，トランジション t の入力プレース j からトランジション t へ
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向かうアークの重みである．２つの m × n 行列 A ＋ ＝  [ a i j ＋ ] ＝ F  および
A － ＝ [ a i j － ] ＝ B  はそれぞれ前向き接続行列（forward incidence matrix）および後ろ
向き接続行列（ backward incidence matrix）と呼ばれる．式（ 2-1）から，
A ＝ A ＋ － A － ＝ F － B を得る．もしプレース i とトランジション j において，
A i j ＋ ＝ a i j － となるような自己ループがあれば，a i j ＝0 となる．これはプレース i とトラ
ンジション j の間にアークが無い場合と同じ意味である．このため，接続行列を取り扱う場合
には，ネットが純粋であると仮定しなければならない．
２．１．２項で述べた，トランジションの発火則により，トランジション t が 1 回発火した









以下の行列方程式において，マーキングM k は，m×1 列の列ベクトルとして表す．M k の
i 番目の成分は，ある発火系列における k 番目の発火直後のプレース i 内のトークンの数を表
す．k 番目の発火ベクトル（firing vector or control vector）u k は，n×1 列ベクトルであり，
k 番目の発火においてトランジション j が発火することを表すため，j 番目の成分は 1 でその




目標とするマーキングM d が，発火系列 { u 1 , u 2 ,  ･･･,  u d  } を通して初期マーキングM 0




ここで，                   および                   である．
この x は非負整数の n×1 列ベクトルであり，発火回数ベクトル（firing count vector）と呼
ばれる．x の j 番目の成分は，M 0 から M d へ変わるためにトランジション j が発火しなけ
ればならない回数を表す．線形代数方程式（2-5）はΔM がその転置同次方程式(2-6)の解 y と
直行しているとき，かつ，そのときに限って解 x を持つことは，よく知られている[5]．
（2-6）
ここで，接続行列A ，その rank を r ，行数をm ，列数を n とした時，
（2-7）
17
で表される A 11 ,  A 21 および n – r 次の単位行列を I μ を用いて，
（2-8）
で表わされる B f を求め，さらに，初期マーキングを M 0 ，最終マーキングを M d とした場合








ことに他ならない．そこで，ΔM を b ，と置き直すと，式（2-5）は，次のように書き換えら
れる．
（2-10）
すなわち，ペトリネットの状態方程式を解くことは，式（2-10）の A x = b の解 x を求めるこ
とと同じである．
状態方程式はペトリネットのふるまいを調べる代数的手法であるが，その際有用な手がかり
を与えるのがインバリアントである．接続行列 A が与えられた場合，Ax = 0 ，AT y = 0 を満足
する整数ベクトル x および y をそれぞれ，T-インバリアント（T-invariant），S-インバリアン
ト（S-invariant）と呼び，動的挙動を特徴付ける量である．
T-インバリアント x ≦ 0 または S-インバリアント y ≧ 0 の非ゼロ成分に対応する，トラ
ンジション または プレース の集合は，インバリアントの台集合と呼ばれ， または
で表される．台集合は，その台集合の空でない真部分集合がいずれも台集合でないとき，極小
であると呼ばれる．インバリアント（ベクトル）x は，すべての t に対して，x 1 ( t ) ≦ x ( t ) で











ここでは Fourier-Motzkin 法について説明を行う．Fourier-Motzkin 法は初等的ベクトル解のす
べて（ A x  =  0 m×１ の非負整数解）を含むようなベクトル解の集合を算出する方法であり，
アルゴリズムは次のように与えられる[3]．ここで，Z m×n は 整数を要素とする m×n 次行列の
集合，   は非負整数を要素とする m×n 次行列の集合を表す．
＜Fourier-Motzkin（FM）法のアルゴリズム＞
入 力：接続行列 A ∈ Z m×n
出 力：初等的ベクトル解のすべてを含むベクトル解の集合
初期化：接続行列 A ∈ Z m×n の下に単位行列 E n×n を置いた
B ＝ [ A  E ] T ∈ Z （m＋n）×n とする．
Step1；行列B の第 i 行に対し，B の第 i 行のすべての要素が零ならば，i = i + 1 とし，Step2
へ，少なくとも 1 つ零でない要素があれば，Step3 へ．
Step2；もし，i ≦ m なら，Step1 へ，そうでなければStep 4 へ．
Step3；行列 B の第 i 行に対し，B の第 i 行の 0 でない要素を 0 にするような B の 2 つの列の
正係数一次結合（ただし係数は最小のものを選ぶ）をすべて B の列に加え，これを新
しく B とする．さらに，第 i 行に 0 でない要素を持つすべての列を B から削除し，こ
れを新しく B とする．i = i + 1 とし，Step2 へ．
Step 4；行列B の第 1 行から第 m 行までを取り除いた部分行列の各列は A x  =  0 m×１ の非
負整数解を表している．
この Fourier-Motzkin法は通常，A x ＝ 0 の解 x を求めるため，状態方程式 A x ＝ b にお
いて b ＝ 0 とした場合，すなわち，T－インバリアントを求めるための手法であるが，接続
行列 A を                               とし，         の解 を，通常と全く同じアル
ゴリズムにより求めることで，b ≠ 0 の場合における A x ＝ b の解，すなわち発火回数ベク
トルを求めることができる．以下でこれを示す[6][7]．




























第1行目の要素をすべて0にするように，2 つの列の正係数一次結合をつくり，新しく B に
加える．
(2-14)





ここで，最終の行の要素が 0 の列がT-インバリアントとなり，1 の要素を持つ列が，
A x = b の解 x つまり，発火回数ベクトルとなる．
実際，第2列目について順に発火系列をたどってみる．M 0 ( 1, 0, 0 ) から t 2, t 3, t 5 と発火
させていくと，（ 1  0  0 ）→ （ 0  2  0 ）→（ 0  1  2 ）→（ 1  1  1 ）と，M d が
得られることを確認できる．
図2-7 発火系列とそれぞれのマーキング（その１）




M 0 ( 1  0  0 ) から t 2, t 4, t 4, t 5 , t 2 , t 4 , t 5 と発火させていく．すると，（ 1  0  0 ）→ 
（ 0  2  0 ）→（ 0  1 1 ）→（ 0  0 2 ）→（ 1  0 1 ）→（ 0 2 1 ）→
（ 0 1 2 ）→（ 1  1  1 ）となり，この場合の式（2-16）の第 4 列目である，発火回
数ベクトル x ＝ （ 0 2 0 3 2 ）Ｔ も M d を得ることができていることが確認でき
る．
ここで，式(2-16)において求めた，Ax ＝ b の解 x において，式(2-16)の行列の n 行目
の解を x(n) と表記した場合，発火回数ベクトルは，
x (2) ＝（ 0  1  1  0  1 ）Ｔ ，および，
x (4) ＝ （ 0 2 0 3 2 ）Ｔ
の 2 つで与えられる．一方，式(2-16)で同時に求まった解のうち，1 列目および 3 列目の
解は，最後の行が0となっている．これは図2-6のペトリネットにおける T-インバリアン
トとして与えられる．
実際，式(2-16)における第1列目の解 x (1) ＝（ 1 0 1 0 2 ）Ｔ について発火系列
をたどってみる．ただし，T-インバリアントの場合，必ずしも与えられた初期マーキング
M 0から発火できるとは限らない．このため，発火可能なあるマーキング M n ( 2  0  0 ) を
考える．
M n ( 2  0  0 ) から t 1, t 3, t 5, t 5 と発火させていくと，（ 2  0  0 ）→ （ 0 1  0 ）→
（ 0 0  2 ）→（ 1 0  1 ）→（ 2 0 0 ）と，再び M n に戻ってくることが確認で
きる．
次に，式(2-16)における第3列目の解 x (3) ＝（ 1 1 0 3 3 ）Ｔ について発火系列
をたどってみる．ただし，ここでも与えられた初期マーキング M 0から必ずしも発火でき
24
るとは限らない．このため，先ほどと同様の発火可能なあるマーキング M n ( 2  0  0 ) を
考える．
M n ( 2  0  0 ) から t 1, t 4, t 5, t 2, t 4, t 4, t 5, t 5 と順に発火させていくと，（ 2  0  0 ）→ 
（ 0 1  0 ）→（ 0 0 1 ）→（ 1 0 0 ）→（ 0 2 0 ）→（ 0 1 1 ）→
（ 0 0 2 ）→（ 1 0 1 ）→（ 2 0 0 ）と，再び M n に戻ってくることが確認で
きる．
また，T-インバリアントとして与えられた解 x (1) ＝（ 1 0 1 0 2 ）Ｔ もしくは，
x (3) ＝（ 1 0 1 2 0 ）Ｔ の 他の発火系列（発火回数ベクトルの組み合わせによる別
の発火系列）においても，同様にあるマーキング M n から再び M n に戻ってこれる．つま
り，発火可能なすべての状態から x (1) もしくは x (3) に準じた発火回数をそれぞれのトラ
ンジションで行うと，必ず，もとのマーキング M n に戻ってくることになる．
さらに別の発火回数ベクトル x’ ＝（ 2 1 1 3 5 ）Ｔ を考えてみると，
M n ( 2  0  0 ) から t 1, t 4, t 5, t 2, t 4, t 4, t 5, t 5, t 1, t 3, t 5, t 5 と順に発火させていくことで，
（ 2  0  0 ）→ （ 0 1  0 ）→（ 0 0 1 ）→（ 1 0 0 ）→（ 0 2 0 ）→
（ 0 1 1 ）→（ 0 0 2 ）→（ 1 0 1 ）→（ 2 0 0 ）→ （ 0 1  0 ）→
（ 0 0  2 ）→（ 1 0  1 ）→（ 2 0 0 ）のように，再び M n に戻ってくることが
確認できる．すなわち，この x‘ も T-インバリアントであることになるが，この x’ につ
いては，x’ ＝ x (1) ＋ x (3) で表すことができ，同様に，x (1) と x (3) を組み合わせた任意の
発火回数ベクトルも M n から再び M n に戻ってこれることは容易に理解できる．
ここで，他のT-インバリアントの非負有理数の線形結合では表せないT-インバリアント
のことを初等的 T-インバリアントと呼ぶ．これは，任意の T-インバリアントが初等的 T-
インバリアントの線形結合で表せることを意味する．
次に，M 0 ( 1  0  0 ) から M d ( 1  1  1 ）に至る適当な発火回数ベクトル x’’ を考え
た場合，x’’ ＝（ 1 1 2 0 3 ）Ｔ などをあげることができる．ここで，M 0 ( 1  0  0 ) 
から t 2, t 3, t 3, t 5, t 5, t 1, t 5 と順に発火させていくと，（ 1  0  0 ）→ （ 0  2  0 ）→（ 0
1  2 ）→（ 0 0 4 ）→（ 1 0 3 ）→（ 2 0 2 ）→（ 0  1 2 ）→（ 1  1  1 ）
と，M d を得ることができる．しかし，この発火回数ベクトル x’’ は，x’’ ＝ x (1) ＋ x (2) で
表すことができ，上で示したT-インバリアントと同様に図2-6で示す例題における，
M 0 ( 1  0  0 ) から M d ( 1  1  1 ）への到達可能な発火回数ベクトルは，式(2-16)で示し
たT-インバリアントのx (1) および x (3) で表しうるあらゆるT-インバリアントと，式(2-16)








一般的に，ペトリネットの状態方程式，           ，           ，のときの，









































において，第 1 行目の要素をすべて 0 にするように 2 つの正係数一次結合を作り，新しく
B に加える．
(2-22)
第 1 行に 0 でない要素を持つすべての列を削除し，これを新しく B とする．
(2-23)











２．５ 改良 Fourier-Motzkin 法
図2-6における例題について，条件（M d ）を変えて Fourier-Motzkin 法を考えてみる．




















M 0 ( 1  0  0 ) から t 2, t 3, t 5, t 5 , t 2 , t 4 , t 4 と発火させていく．すると，（ 1  0  0 ）→ 
（ 0  2  0 ）→（ 0  1 2 ）→（ 1 1 1 ）→（ 2 1 0 ）→（ 1 3 0 ）→
（ 1 2 1 ）→（ 1  1 2 ）となり，この発火回数ベクトル で
も M 0 から M d が得られることがわかる．なおかつ，この発火回数ベクトル x は初等的
T-インバリアントと特解の組み合わせによって表されたものでもない．なぜならば，
Fourier-Motzkin 法 に よ っ て 得 ら れ た に お い て ，
の各要素 k を比べた場合， ＞ となる要素が１つ以上存在
するためである．つまり，従来の Fourier-Motzkin 法ではすべての特解を求めきれていない
ことがわかる．
この理由としては，列操作において第 i 行目の要素をすべて 0 にするように 2 つの正係
数一次結合を作っているが，必ずしも正負それぞれの要素を持つ 2 つの列によってのみ，
第 i 行目の要素を 0 にするわけではないことが上げられる．
例えば，式(2-26)の第 2 行目に着目する．従来の Fourier-Motzkin 法では正負の 2 列の組み
合わせを持って正係数一次結合を作ることで第 i 行目の要素を 0 にしているため，第 2 列と
第 3 列を 2 倍した 2 つの列だけの組み合わせから新たな列を作り，追加していた．しかし
ながら，第 2 行目の要素を 0 にするには，2 つ以上の列の組み合わせを用いても行うこと





入 力：接続行列 A ∈ Z m×n
出 力：初等的ベクトル解のすべてを含むベクトル解の集合
初期化：接続行列 A ∈ Z m×n の下に単位行列 E n×n を置いた
B ＝ [ A  E ] T ∈ Z （m＋n）×n とする．
Step1；行列B の第 i 行に対し，B の第 i 行のすべての要素が零ならば，i = i + 1 とし，Step2
へ，1 つでも零でない要素があれば，Step3 へ．
Step2；もし，i ≦ m なら，Step1 へ，そうでなければStep 8 へ．
Step3；行列B の第 i 行において，正と負の要素の対を 1 つでも作れるならば，Step4 へ，その
ような対が作れなければ，Step7 へ．
Step4；行列B の第 i 行に対し，B の第 i 行の要素が正の列と負の列を，重みを付けずに加え
る．この操作で新しくできた列と第 i 要素がすでに零となっている旧行列 B (新しい列
ができる前の行列）に対して，極小ベクトルの判定をする．残った新しい列をすべて旧
行列B に加え，これを新しく B とする．
Step5；加えられた新しい行列のすべての第 i 行要素が 0 であるならば，Step7 へ，1 つでも 0
でない要素を持つ列があるならば Step6 へ．
Step6；行列B の第 i 行に対し，B の第 i 行の要素が正の列と負の列を，重みを付けずに加え
る．ただし，一度組み合わせた列は除く．この操作で新しくできた列と第 i 要素がすで
に零となっている旧行列 B に対して，極小ベクトルの判定をする．残った新しい列を
すべて旧行列 B に加え，これを新しく B とし Step5 へ．
Step7；第 i 行に 0 でない要素を持つすべての列を B から削除し，これを新しく B とする．
i = i + 1 とし，Step2 へ．







さらに新たに追加された第 7 列と第 5 列の正と負の組み合わせについても列の追加を行う．
  (2-29)
さらに第 9 列目に新たな列が追加されるが，第 7 列と第 9 列を比べた場合，第 4 行目から第 9
行目のそれぞれの要素の値が，追加された第 9 列は第 7 列より等しいかさらに大きな値を持っ
ているため，この第 9 列は削除される．
これ以上追加できる正と負の組み合わせが存在しないため，第 1 行目における操作が終了し，




第 2 行目について，第 1 列から第 4 列までの正と負の組み合わせによる新たな列について，
第 5 列から第 7 列を追加する．さらに新たに追加された列も含めて，正と負の組み合わせによ
る列の追加を行うが，すでに同じ要素の列がある場合は重複するため追加されない．
  (2-31)
すると式(2-31)が得られる．これ以上第 2 行目における列操作はできないため，第 2 行目の要
素が 0 の列だけを取り出し新たにこれを B として，第 3 行目に対し同様の操作を行う．
(2-32)
式(2-32)では，正と負の組み合わせによる新たな列について，得られた列の 4 行目（m＋1 行








しかしながら，計算の途中段階までで得られた特解を見てみると，第 10 列目と第 18 列目に
得られていることがわかる．第 15 列目にも 3 行目までの要素がすべて 0 となった列が存在して
いるが，10 行目の基底の数が 2 となっており 1 よりも大きいため非負正数解とはならない．
ここにおいて，式(2-27)で得られた特解 は第 18 列目で得られてお





















として使われている．他方，初期マーキングM 0 ，目標マーキング M d を与え，さらにM d －
M 0 を固定したもとでの状態方程式の解を考えることも重要であり，このとき，周知の T-イン
バリアントの他に，一般に複数個存在する特解を効率よく求める必要がある．そこで，時間な





図2-10 初期マーキングM 0 を与えられている時間なし連続ペトリネットの例
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図 2-10 の時間なし連続ペトリネットを考えた場合，状態方程式 の接続行列 A は，
(2-34)
となる．ここで，Q ｍ×ｎ は 有理数を要素とする m×n 次行列の集合，    は非負有理数を
要素とするm×n 次行列の集合を表し，R ｍ×ｎ は 実数を要素とする m×n 次行列の集合，
    は非負実数を要素とする m×n 次行列の集合を表す．
今， t 1 ， t 2 を１回ずつ発火させて得られたマーキングを M d とすると，













が得られる．ここから，行列 B から T-インバリアントと特解を表している部分行列 C を取り
出すと，
(2-39)
となり，特解を表す C の 2 列目において基底の数で各要素を割ってやり，
(2-40)
が得られる．
一方，ここでは t 1 ， t 2 を１回ずつ発火させて得られたマーキングを M d とし，T-インバ
リアントと特解を求めたが，式(2-17)より，実際に式(2-40)で得られた        を展開係数α を
用いてどのように表せるかを，２．４節で述べた Fourier-Motzkin法を適用して求めてみる．



















図 2-11 初期マーキング M 0 を与えられているハイブリッドペトリネットの例
図 2-11 の例題を考え， ， の場合，すなわち
の場合について，状態方程式の解，および，展開係数のそれぞれが
Fourier-Motzkin法によって求まることを示す．





となり，最終的に得られる行列 B から，先ほどと同じように T-インバリアントと特解を表して
いる部分行列 C を取り出すと，
(2-48)
となるため，ここから  と が
(2-49)
のように得られる．
さらに，式(2-49)で得られた                  と，                         を用いて，
                    を表す展開係数を Fourier-Motzkin 法を用いて求める．
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として，その実験システム MAPP(Module Aided Programming system by Prolog)の試作・検討を行
う[11][12]．





















         body([process_1,process_2,･･･process_n])],  ･･･  ]).   (3-1)
  retr(H1):-dict(DICT),member([head(KEY),body(T)],DICT),member(H1,KEY),















    [head([読み込む,入力,read,input,prompt,io]),
     body([['X',に読み込む],
           ['プロンプトにより','X',に読み込む],
           ['プロンプトにより','X',の各変数に読み込む],
           [プロンプトにより１次元配列,'X',に読み込む],
           [プロンプトにより２次元配列,'X',に読み込む],
           [ファイルから,'X',に読み込む],
           [ファイル名,'FN',の第,’K’,番目のファイルから,
                 ２次元配列,'A',の第,'J',列に読み込む] 
    ])],
    [head([書き出す,出力,print,write,output,io]),
       body([['X','Oを,'OP_TYPE',でプリントする],
             ['X','OX',をプリントする],
                  ･･････････
    ])],

























































  objlist(spec(NUM)):-obj(x1),obj(x2),･･･,obj(xn).              (3-4)
の形で与え，xi(i=1,2,･･･)が例えば初期値を持つ配列の場合，
  obj([name(xi),type(float),array([dim(1),size(n),max(200)]),















つまり，一般的な処理仕様の形としては，一つ一つの処理項目を process_1, process_2, ･･･, 
process_n としたとき
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  process(spec(NUM)):ｰ proc_list([ process_1,
                                  process_2,
                                     ･･･   ,
                                  process_n ]
                                 ]).                            (3-6)
























             in([IN]),out([OUT])]).                             (3-7)
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引数部には次のような情報を格納している．項 jp の引数 JE はこのステートメントの日本語表
現などの呼び出し文で PE はその述語的表現であり，arg_type 項の引数リストは呼び出し文の中
に含まれる変数の名前とデータ構造やタイプの組からなるリスト，IN と OUT はそれぞれこの
ステートメントの適用条件と適用後の出力データや出力状態を記述する．
  statement([jp([プロンプトにより,OBJ,を読み込む],prompt_read(OBJ)),
             arg_type([name(OBJ),type(TYPE)]),
             in([]),out([read(OBJ)])]).                         (3-7a)
  statement([jp([if(T),then,S1,else,S2,end_if]),










  module(Head,Tail).                                            (3-8)













        jp([プロンプトにより大きさ,N,の１次元配列１次元配列,
              OBJ,にデータを読み込む],
          prompt_read(OBJ)),                               ①
          argl([[name(OBJ),type(TYPE),
          array([dim(1),size(N),max_size(NMAX)])]])        ②
         ],[
        funct([[int,[read1adi(OBJ,N)],
                  float,[read1adf(OBJ,N)]]]),              ③
          file_name([[int,'read1adi.c']
                     [float,'read1adf.c']])                ④
        funct_type([]),
          in([read(N)]),                                   ⑤
          out([read([OBJ,N])])                             ⑥





③の funct 部はこのモジュールがＣのソースコードに展開されたときの C の関数形及び引数
を表している．関数の型に合わせて int の場合，float の場合のそれぞれに分け read1adi，read1adf
のように別名を設けている．







は，モジュールの実行によって大きさ N の１次元配列 OBJ にデータが読み込まれたことを示
している．














次に，process 述語によりプログラムの処理部を作成する．処理設計文書の内容は process 述
語の本体の proc_list 述語の引数部に式(3-11)のようなリスト形式[P1,P2,･･･,Pn]で記録されてい
る．
  process(spec(NUM)):-proc_list([P1,P2,･･･,Pn]).                (3-11)
  proc_list([H|T]):-proc(H),proc_list(T).                       (3-12)
  proc_list([]).                                                (3-13)
これらの設計文書の内容は式(3-12)により，proc_list 上の設計文書ごとに一つずつ処理されて
行く．





           member(arg_type([name(OBJ),type(TYPE)]),S),





          module(H,T),member(jp(X,Y),H),                   ①
          member(arg_type([name(OBJ),type(TYPE),
                  array([dim(D),size(N),max(NMAX)])]),H),  ②
          p_obj([name(OBJ),type(TYPE),
                  array([dim(D),size(N),max(NMAX)])]),     ③
          member(funct(M),T),member([TYPE,PROC],M),        ④
                  writelist(PROC),write(';'),nl,           ⑤
          member(file_name(FNL),T),member(TYPE,FN],FNL),
                  include(FN),                             ⑥
         (member(funct_type([]),T);member(funct_type(FT),T),
          member([TYPE,FUNCT_NAME],FT),
          funct_type_decl([TYPE,FUNCT_NAME])).             ⑦   (3-15)
①において呼び出し文 X を引数に持つ項 jp(X,Y)が module の Head の要素であり，かつ，②
③においてモジュールの arg_type がデータ設計文書から作成した p_obj の引数のタイプ TYPE
と一致すれば，④⑤によりこのモジュールの Tail 部の funct の引数部 M の中で TYPE に対応し
て表記されているC での関数表現を書き出す．
また⑥によりTail部の file_nameの引数部FNLの中で対象のTYPEに対応するファイル名FN
を include の中に記録する．また，⑦においてTail 部の funct_type の引数部 FT が[ ]でなく，宣
言しなくてはならない場合には，対象の type に適合する関数名 FUNCT_NAME を登録する．
MAPP では制御命令の多くは，処理対象のデータタイプや構造のチェックをしない．この際
は，式(3-16)によりタイプチェック無しに c(Y)を実行する．
  proc(X):-statement(S),member(jp(X,Y),S),c(Y).                 (3-16)
また，タイプ不一致などにより，変換不可能な呼び出し文が現れた場合にメッセージを出す
ため，式(3-17)の規則を設け proc(X)を頭部に持つ規則の最後に配置する．











         c(print_string(H)),c(print_string_list(T)).
  c(print_string_nl_list([]).





         CASE_body(BODY),write('}'),nl.                         (3-19a)
  CASE_body([item(NUM),H,end_CASE]|T):-
      writelist(['   CASE ',NUM,'   :']),
      proc_list(H),writelist(['    ','break;'],nl,CASE_body(T). (3-19b)
















      module(Head,Tail),member(out(OUT),Tail),             ①
      member(in(IN),Tail),input(IN),                       ②
      member(type(TYPE),Tail),typep(TYPE),                 ③
      member(funct_type(FUNCTTYPE),Tail),                  ④
      funct_declared(FUNCTTYPE),
     (memebr(para_obj(OBJ,type(OBJTYPE)),Tail),            ⑤
      para_declared_list(OBJ,OBJTYPE);none),
     (member(tmpvar_type(VARTYPE),Tail),                   ⑥
      tmpvar_declared(VARTYPE);none),
     (member(file_name(FILE_NAME),Tail),                   ⑦
      include(FILE_NAME);none),,
      member(funct(FUNCT),Tail),                           ⑧
     (state(STATE),member(FUNCT,STATE);                    ⑨
      nl,writelist(FUNCT),write(';'),                      ⑩
      member(com(COM),Tail),com_set(SET),                  ⑪
      add_com_set(COM,SET),
      addstate(FUNCT,STATE)).                              ⑫   (3-20)
まず，モジュールの尾部 Tail の出力項目 out(OUT)の引数が仕様の出力条件 OUT と一致する
モジュールを探索する．成功すればそのモジュールの入力項目 in(IN)やタイプ項目の引数 TYPE




の関数表現に対する日本語文を注釈用にモジュール尾部の com項目から com_set 述語の引数部
にコメント用として収録する．
もし，このような入力データが含まれていなければ，












＜問題の概要＞ 大きさ n の１次元配列 a にキーボードよりデータを入力し，それらの配列要
素の偏差，和，平均をそれぞれ出力印字する．その際，整数 n，配列 a は入力条件として与え
ている．
    スペック
  objlist:-obj(a,type(float),array(size(n)),
           obj(n,type(int)).
  spec:-output(funct_var_printed(dev([[a,n]]))),
        output(funct_var_printed(sum([[a,n]]))),
        output(funct_var_printed(av([[a,n]]))).
    自動生成されたC のメインプログラム
  #include    "dev1adm.c"
  #include    "av1adm.c"
  #include    "sum1adf.c"
  #include    "read1adf.c"
  main(){
      float   dev_a,dev_1ar_f(),av_a,av_1ar_f(),sum_a,sum_1ar_f(),a[];
      int     read_1ar_df(),n;
      printf("n=");
      scanf("%d", &n);
      read_1ar_df(a,n,"a");
      sum_a=sum_1ar_f(a,n);
      av_a=av_1ar_dm(sum_a,n);
      dev_a=dev_1ar_dm(a,n,av_a);
      printf("dev_a=%f", dev_a);
      printf("sum_a=%f", sum_a);
      printf("av_a=%f", av_a);
  }
図 3-4 スペックで示した仕様から，MAPP において自動生成されたC のメインプログラム
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              main_header,type_decl.                            (3-22)
右辺の本体部はインクルード述語の引数部が空であれば何もせずに次の述語 main_header へ
行き，そうでない時には引数部の FILE をインクルードする文を include_sent_gen(FILE)という






                  add_file(FILE,OLD_FILE)).                     (3-23)
mainなどの関数記号部は次の述語main_header により作成される．
  main_header:-main_arg(ARG),writelist(['main(',ARG,')']),nl,
               write('{'),nl.                                   (3-24)









       assert(p_obj([name(NAME),type(TYPE),
       array([dim(D),size(S),max(M)])])),                  ①
       type_member(TYPE,MEMBER),                           ②
       (member(NAME,MEMBER);





しとして一つの objlist でまとめ，その本体部にいくつかの obj 述語を並べて記述している．従
って，式(3-26)の obj 述語では仕様のデータ構造に関する情報を直接参照するのは不便である．
このために，式(3-26)の obj 述語を用いて，図 3-4 の objlist 述語の本体部から各処理対象のデー
タ構造を取り込み，式(3-26)の①によりこれを assert 文で p_obj 述語の引数部に記憶し，演算や
入出力命令の作成における処理対象の型名などの作成やチェックに対処している．




イプを type_member に登録収納した後，次の type_decl 述語によりＣの型宣言の様式に従って印
字する．
  type_decl:-
      (type_member(int,[]);type_member(int,INT),,










  write_name(NAME,max(M),val(VAL)):-nl,write('        '),
        writelist([NAME,'[',M,'[={']),
        writelist_ic(VAL),write('}'),nl.                        (3-28)





























  [head([J_KEY1,E_KEY1]), 
    body([p(1,V11,S11),...,p(n1,V1n1,S1n1)]),
    [head([J_KEY2,E_KEY2]), 
  body([p(1,V21,S21),...,p(n2,V2n2,S2n2)]),









p(NUM,V,S)                                                    (3-30)
の項をもっている．式(3-30)の pの引数の中，NUMは呼び出し文の選択のための番号を表わす．
S は日本語文などによる呼び出し文，V は S に含まれるカスタマイズ用の変数リストである．
呼び出し文はリスト形で書き，カスタマイズ用の変数の前後をコンマで区切る．
図 3-5 に見出し辞書の実例を示す．図 3-5(a)には"書き出す","読み込む"などの非制御呼び出し




   body([p(1,X,[X,をプリントする]),
         p(2,X,[１次元配列,X,をプリントする]),
         p(3,X,[２次元配列,X,をプリントする]),
       ･･････････････････････････････････])],
  [head(読み込む,read),
  body([･･････････････････････････････････])],
        ･････････････････････････････････
        (a)非制御呼び出し文の場合
dict2([head(もし,if),
   body([p(1,T,if(T),c([if(T),then,b(S),end_if])),
         p(2,T,if_else(T),c([if(T),then,b(S1),else,b(S2),end_if])),
         p(3,OBJ,when(OBJ),c([when(OBJ),b(SP),end_when_list])),
         p(4,INDEX_LABEL,CASE(INDEX_LABEL),
              c([CASE(INDEX_LABEL),b(SP),end_CASE_list])),...





    (retr(X,CUR_SP),out_sp(CUR_SP);                        ①
    retrc(X,XC),spc(XC,CUR_SP)),                           ②
    sp_all(SP_ALL),                                        ③
    append(SP_ALL,[CUR_SP],N_SP_ALL),                      ④
    retract(sp_all(SP_ALL)),                               ⑤
    assert(sp_all(N_SP_ALL)),...                           ⑥   (3-31)








    dict1(DICT1),
    member([head(H1),body(T)],DICT1),member(X,H1),
    writelist_nl(T),                                       ①
  write('適用しようとする命令やモジュールが
      なければ０を
          あれば番号を入力して下さい．'),
    read(N),
    (N=:=0,break;                                          ②
    member(p(N,V,ST),T),nl,
    writelist_nl([ST,V]),nl,                               ③
    writelist_nl([変数列,V,を決めて下さい]),
  sp_var(V,SV),qsp(H2,V,SV,STX)).                        ④   (3-32)
ここに式(3-32)の①のwritelist_nl(T)はリストTをリスト要素ごとに改行して表示する述語で，





キーボードから SV に入力すると，式(3-32)の④の qsp述語はカスタマイズした呼び出し文 STX
を出力する．
このようにして式(3-31)の add_sp 述語は，out_sp 述語により，カスタマイズした呼び出し文
CUR_SP を画面に表示する．つづいてこの呼び出し文を③の sp_all 述語の引数部のこれまで作





  制御の呼び出し文は一般に条件部と処理本体部とからなる．図 3-5(b)の dict2(X)に制御関係の
関数の呼び出し文の一部を示す．body 部の項 pは
 p(NUM,T,COND,S)                                               (3-33)
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式(3-34)は図 3-5(b)に示すように C 言語のスイッチ文に対する spc 述語である．式(3-31)の
add_sp(if)を入力して，②の retrc 述語により選択関係の呼び出し文の一覧を表示させ，呼び出し





      c([CASE(INDEX_NAME),b(SP),end_CASE_list]) ):-
      write(CASE(INDEX_NAME)),nl,
      write('CASE文の本体部の指標値リストを入力して
             下さい．'),nl,
      read(P),                                             ①
      CASE_list(P,SP),                                     ②
      out_sp(c([ CASE(INDEX_NAME),b(SP),
                 end_CASE_list] )),nl).                    ③   (3-34)
  CASE_list([H|T],[HS|TS]):-
     CASE(H,HS),CASE_list(T,TS).                                (3-35)
     CASE_list([],[]).
式(3-36)の CASE 述語の主要部は②の spc_list 述語である．すなわちスイッチ文のそれぞれの
一つの場合において，順次に行う処理の一覧を見出しキーリストの形で(3-36)の①により P に




    writelist(['CASE文',ITEM,' に対する処理の
          見出しキーリストを入力して下さい']),nl,
    read(P),                                               ①
  spc_list(P,SP),                                        ②
    write(c([item(ITEM),b(SP),end_CASE])),nl,
       ････････････････････････････.                            (3-36)
  spc_list([H|T],[HS|TS]):-
     (retrc(H,HC),spc(HC,HS);







する設計指定が終わると第 2 のキーK2 に対する設計に移る．
設計の進行にともない，式(3-33)の第 4 引数部 S の見出し文の諸パラメータは指定されたも





















  呼び出し文の集合である設計文書のリストは述語 pic_sp 述語の引数部に与えられ，各呼び出
し文は(3-38)のように statement_p述語により処理される．
  pic_sp([H|T]):-statement_p(H),pic_sp(T).
  pic_sp([]).                                                   (3-38)
処理 P が非制御処理の場合には，(3-39)の①に示すように，これ以前に then,else,CASE などの
語が出て，P を書く接続方向を示す述語が con(right)であるときには，P を右方向に書き次に接
続方向述語を con(down)として次に書く方向を下方向に設定する．接続方向が右方向でなく下
方向であった場合には，②に示すように，write_level_line 述語により第０レベルから現在の第 L
レベルまで L+1 個のレベル線を下方向に２単位伸ばした後，(3-40)の arg 述語により第 L レベ
ルの右側に P を書く．
  statement_p(P):-level(L),space(IS),
    ( con(right),arg(P),retract(con(right)),
                 assert(con(down) ) ;                      ①
     write_level_line(L),nl,write_level_line(L),arg(P)).   ②   (3-39)
  arg(P):-writelist(['-- :',P]),nl.                          (3-40)
また，制御文に関しては，そのテスト条件部などの図的表現のためにそれぞれ述語を設ける．
(3-41)は if 文の場合で，write_symbol 述語で第 1 引数に示す'-'記号を第 2 引数に示す回数の 3 回
分，繰り返し書き，レベルを 1 だけ増して level 述語の引数に記憶し，その右に分岐を表す記号
'< >'と条件文 T を書く．
arg(if(T)):-
         write_symbol('-',3),
         level(L),L1 is L+1,retract(level(L)),assert(level(L1)),
         writelist(['<>---(IF:',T,')']),nl.             (3-41)
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if 文の場合，then や else によりさらにレベルが 1 レベル増すので，end_if が現れたときには，





         ○--start
         |
         |--:[プロンプトにより,[m,n],の各変数に読み込む]
         |
         |--（）--(FOR :[i,を,m,から,n,まで,1,づつ変化しながら繰り返す])
         |    |
         |    |---<>---(IF :[i,は素数である])
         |    |    |
         |    |    |-then---:[i,を,%8d,でプリントする]
         |
         |
         ○--end




        writelist([pic(NUM),':-pic_sp([start,']),expand_list(X),
        write('end ]).'),told,['pic.pl'],pic(NUM).              (3-42)
上式はファイル FN の sp_rec述語の引数部の処理設計文リストX を expand_list述語で整形処





ムを生成する実験例を示す．表 3-1, 3-2 は実験設備を示し，図 3-7は実験例における設計文書を









OS NEWS-OS Release 4.1C
X ウィンドウシステム X11R2
Prolog インタプリタ C-Prolog V1.5+
手続文書設計 MAPP：付録C（C-1： 975 Step)
C プログラム生成 MAPP：付録C（C-2：1610 Step)
※ 但し，開発環境として NEC PC-9801 NS/E，NEC MS-DOS V5.0
岩崎技研 Prolog KABA および MEGASOFT MIFES V5 を使用している．
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      int     sum=0,n,i;
      printf("n=");
      scanf("%d",&n);
      for(i=0;i<n;i+=1){
          sum=sum+i*i;
      }
      printf("sum=%d",sum);
  }
図 3-9 自動生成されたC のソースプログラム
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プはカウンタとして i を使用している．しかし，i はループ上で用いられるだけのロジック上
考慮に入れる必要のない一時変数であり，ここでは for 文をリンクする際に入力条件として宣
言部ヘッダのなかに自動的にインクルードされているため，実際のコード展開時において宣言
































まず，従来より MAPP において行われていたチェック法について説明を行う．MAPP では，
３．４．２項で述べた式（3-20）および（3-21）により以下に示すような入出力条件のチェッ
クや自動補填を行っている．
具体的には，図 4-1 で示すように，予め条件を蓄えてあるリスト（apply conditions）を準備
しておき，その上で，この場合モジュール function_i が適用される際，この入力条件（input 
condition）が apply conditions の中に含まれているかどうかをチェックする．そして，条件が含
まれていたら，function_i を目的のプログラムに対し適用（リンク）する．それと同時に，
function_i の出力条件（output condition）を apply conditions に追加する．次にモジュール  
function_n がリンクされるとし，同様に function_n の input condition が apply conditions の中
に既に含まれているかチェックされるが，今回の場合，function_i の持つ output condition と
function_n の input condition が同じであり，なおかつ，function_i はすでに適用済みのため，
function_n の input condition は満たされていることになり，function_n もリンクされる．それ
と同時に，function_n の output condition も apply conditions に追加される．さらに，モジュー
ル  function_n+1 がリンクされるとすると， function_n+1 の input condition は 今と同様に，
function_n により apply conditions の中に既に含まれているため，function_n+1 もリンクされる．






るモジュールの  Module_A をモジュール群の中から検索し，これを目的のプログラム
（Generated Source Code）に適用しようとする．その際，前述のように，この Module_A の入
力条件がすでに満たされているかどうかチェックを行う．（具体的には，Module_A の入力条件
が apply conditions の中に含まれているかどうか確認する．）しかしながら，もし Module_A の
入力条件が満たされていなかった場合は，この Module_A の入力条件と同じ条件を出力条件と
して持つ，別の Module （この場合 Module_A’ ）をモジュール群の中から検索し，たとえ概略
仕様に Module_A’ に対応する記述がなくとも，MAPP 自身によりこの Module_A’ の適用（リ
ンク）を Module_A の適用前に試みる．さらに，Module_A’ を適用することにより，新たな入
力条件が必要となってきた場合は，さらに，その条件を満たすための別のモジュール（この場




























図 4-4 で示すように，最初プログラムは初期状態として start の部分にあり，また，ペトリ
ネットでは，p 1 にトークンが存在している Initial marking：M 0 ＝［  1   0   0  ］T  を
持っている．
図4-4 プログラムとペトリネットの対応（その１）
次に図 4-5 で示すように，プログラムは Process A の部分が実行される．ここでペトリネッ




t 1 の発火により，図 4-6 で示すようにペトリネットにおいては，トークンの移動が生じ，
p 1 から p 2 にトークンが移り，マーキングが M 0 ＝［  1   0   0  ］T  から次のマーキ
ング M 1 ＝［  0   1   0  ］T  に変わる．
図4-6 プログラムとペトリネットの対応（その３）
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次に図 4-7 で示すように，プログラムは Process B が実行され，ペトリネットにおいては，
対応する t 2 が発火（fire）される．
図4-7 プログラムとペトリネットの対応（その４）
最終的に，図 4-8 で示すように，プログラムは終了（end）し，ペトリネットにおいては t 2
の発火により，トークンが p 2 から p 3 に移動する．このため，ペトリネットの最終マーキン
グ M d は，図 4-8 でも示すとおり M d ＝ [ 0   0   1 ] T となる．
図4-8 プログラムとペトリネットの対応（その５）
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すなわち，プログラムが start から end まで動くことを証明するためには，対応するペト
リネットにおいて，Initial marking の M 0 から Destination marking である M d までの可
達性を証明できればよいことになる．
M 0 ＝ [  1   0  0  ] T
↓t 1   
M 1 ＝ [  0  1  0  ] T
↓t 2   
M d ＝ [  0  0  1  ] T
図4-9 例題におけるマーキングの遷移











となり，初期マーキングM 0 ＝ ［ 1  0  0 ］















接続行列 A ∈ Z m×n の下に単位行列 E n×n を置いて行列
B ＝［ A, E ］T ∈ Z ( m＋n ) ×n  を作る．
  （4-7）
式(4-7)の行列 B の第1行目に着目し，0でない要素を0にするような B の2つの列の正係数
1次結合（但し係数は最小のものを選ぶ）をすべて B の列に加え，これを新しく B とする．
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  (4-8)




この場合 m ＝ 2 であるので，式(4-9)の行列 B において第2行から第3行目まで第1行目と
同様の操作を行い，最終的に式（4-10）が得られる．
  (4-10)




























ットやハイブリッドペトリネットへの Fourier-Motzkin 法の適用，さらに，Fourier-Motzkin 法の
アルゴリズムを改良し従来の Fourier-Motzkin法では求め切れなかった解を得るなど，ペトリネ
ットの新しい解析法の提案を行った．




万人の技術者を抱えており，ソフトウェアの市場は 2000 年まで年 8%で拡大を続け，その時点





















その一構成法を提案し，実験システム MAPP の構築及び検討について示した．また MAPP に
おいて，各モジュールの入出力条件を用いた自動補填という新しい概念を組み込み，実験によ
ってその効果を確認できた．
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void init_parameter(void); // パラメータの初期化、各初期値代入
void init_Matrix_B_Array(void); // 配列の初期化
void draw_matrix_B(long); // 受け取った変数の配列（行と列）をファイルに出力
void comp_col(void); // サブメイン
long check_tmp_row_all_0(long); // 第 tmp_row_num 行の 各要素がすべて０かどうか調べる
//(すべて０＝＞ ０、すべて０でない＝＞９９９）
long check_min_vector(long); // 以下、式の元列から、その持っている式を追加した列に作成
long check_b_i_bigger_b_j(long, long, long);// 極小ベクトルかどうかの判定＜重要＞！
long check_b_i_eq_b_j(long, long); // ベクトルを比べる（ｂ_i ＝ ｂ_j）かどうか？ この場合消す //   DEL = 1, OK = 0 (return)
void del_comp_col(long); // comp_col 列を削除する
void add_to_next_sheet(long); // 受け取った matrix_B_old 列(tmp_col_num)を次のシート(matrix_B)にコピーする  
//＊＊＊ 追加 ＊＊＊
void check_row_matrix_B_old(long); // 行番号を受け取り、その行の要素が０の列を新しいシートに追加する。
void check_row_matrix_B_old_for_MFM(long, long);// 行番号と、旧Ｂ行列の max_列数を受け取り、 （ＭＦＭ 対応モジュール）
//？？？正しいチェック方法は不明 ！！ ？？？// 旧Ｂ行列の第 tmp_row_num 行（が０の要素）
//すべてと、追加されたすべての列を加え新Ｂ行列とし、新しいシートに追加する。
//なおかつ、新しく追加した列のすべてに含まれない列のみ Matrix_B へコピーするﾁｪｯｸを追加 ***
void check_row_matrix_B_old_for_MFM_old(long, long);// 行番号と、旧Ｂ行列の max_列数を受け取り、 （ＭＦＭ 対応モジュール）旧Ｂ行列の第
tmp_row_num 行が ０ の要素と、追加されたすべての列を加え新Ｂ行列とし、新しいシートに追加する。
long no_included_all_added_cols(long, long, long); // 追加された列のすべてに、もともとの列が含まれていなければ、新しいシートに加えていけるため、
//その条件をチェックする。// OUT = 0; OK = 1
long gcd(long, long); // 最大公約数を求める（GCD)
long gcd_2(long, long); // 最小公倍数を求める
// ***************************************
//   チェック２（配列バージョン）**************
//   列追加の終了後、新しいシートに移る際、（たとえば＋の要素の）絶対値の最大値を超える、逆符号（－の要素の）の接待値を持つ列は、削除で
きる。
// 列の制限を越えるため、配列で定義を行う。  sheets(Matrix_B_i).Cells(j, k) → Matrix_B(i, j, k) に置き換え
// ***************************************
// ***************************************
//   修正_1（配列バージョン）**************
//   FM､MFM の両方とも､配列で計算を行えるように変更
// 列の制限を越えるため、配列で定義を行う。  sheets(Matrix_B_i).Cells(j, k) → Matrix_B(i, j, k) に置き換え
//  FM MFM の ラジオボタンにより、計算方法を選択可能に変更
// ***************************************
// ***************************************
//  global 変数の宣言・定義
// ***************************************
    long max_row_num, max_col_num, max_col_num_old, max_col_num_new;
    long kijun_row, kijun_col, sheet_count, sheet_count_old;
    char matrix_B[256], matrix_B_old[256];
    long eq_Array[200], vector_Array[100];
    long f_mfm; // old_FM = 2, MFM = 1 振り分けるためのフラグ
//    long row_num, col_num;
//    long Matrix_B_Array[200][200][3000];       //（シート番号，行，列）を配列で宣言
付録－2
// **************** 配列の定義部分（はじめ）************
    long row_num = 3; // 行数：入力値 ＊＊＊
    long col_num = 6; // 列数：入力値 ＊＊＊
// Matrix_B_Array = new long[200][200][3000] = 
long Matrix_B_Array[24][12][512] = 
{{
{  0,  0,  0,  0,  0,  0,  0 }, // ０行目は０で埋める（エクセルとの整合性を取るため）
{  0, -1, -1,  0,  0,  1,  1 }, // ０列目も０で埋める（エクセルとの整合性を取るため）<以下同＞
{  0,  1,  1, -1, -1,  0,  1 },
{  0,  0,  0,  1,  1, -1, -2 },
/*  ------------------------------ */
{  0,  1,  0,  0,  0,  0,  0 },
{  0,  0,  1,  0,  0,  0,  0 },
{  0,  0,  0,  1,  0,  0,  0 },
{  0,  0,  0,  0,  1,  0,  0 },
{  0,  0,  0,  0,  0,  1,  0 },




//    メイン
// ***************************************
void main(void){
    init_parameter();
    comp_col();
//    after_all_0_end_prosess();                 //すべて０になった後、最小公約数等の処理を行い、お互いともに、共有結合でないものだけ残す
}
// ***************************************
//   パラメータの初期化、各初期値代入
// ***************************************
void init_parameter(void){
//    row_num = 3; // 行数：入力値 ＊＊＊
//    col_num = 6; // 列数：入力値 ＊＊＊
    max_row_num = row_num + col_num; // 接続行列の下に単位行列を加えた際の行数
    max_col_num = col_num; // 計算途中で使用していく最大列数(変数)
    f_mfm = 2; // old_FM = 2, MFM = 1 振り分けるためのフラグ
//    make_Matrix_B_Array();
}
/* ************ ooo ************
// ***************************************
//   エクセルシートから配列のへの移動 ＜＜いらない！＞＞
// ***************************************
void make_Matrix_B_Array(void) // エクセルシートから配列への移動（ここではいらない？！）
    long i, j, k, tmp_val;
    long i_sheet, j_sheet, k_sheet;
    init_Matrix_B_Array();
    matrix_B = "B0";
    sheet_count = 0; sheet_count_old = 0;
    i = sheet_count;
    for( j = 1 ; j <= max_row_num ; j++){
        for( k = 1 ; k <= max_col_num ; k++ ){
            Matrix_B_Array[i][j][k] = Sheets(matrix_B).Cells(j, k) // *************** //
        }




//   配列の初期化 ＜＜いらない！＞＞
// ***************************************
void init_Matrix_B_Array(void){
    long i, j, k;
    for( i = 0 ; i <= 200 ; i++){
        for( j = 0 ; j <= 200 ; j++ ){
            for( k = 0 ; k <= 3000 ; k++ ){
                Matrix_B _Array[i][j][k] = NULL;
            }
        }
    }
}
// ***************************************
//   受け取った変数の配列（行と列）をファイルに出力
// ***************************************
void draw_matrix_B(long tmp_received_sheet_count){
    long j, k, tmp_val;
    FILE *fp;
    char f_name[256] = "out_Matrix_";
char tmp[256];
ltoa(tmp_received_sheet_count, tmp, 10);
strcat( f_name, "B_" );
strcat( f_name, tmp );
strcat( f_name, ".csv" );
if( NULL == (fp = fopen( f_name, "w"))){
printf("¥7¥n Cannot Open the File : %s ¥n", f_name );
}
printf("Writing  sheet_count [%3d/%3d]th. max_col_num = %d ¥n", tmp_received_sheet_count, row_num, max_col_num );
    for( j = 1 ; j <= max_row_num; j++ ){
        for( k = 1 ; k <= max_col_num ; k++ ){
            tmp_val = Matrix_B_Array[sheet_count_old][j][k];
            fprintf(fp, "%5d", tmp_val);
            if( k != max_col_num ){
            fprintf(fp, ", ");
}
        }
        fprintf(fp, " ¥n");
    }









char f_name[256] = "Matrix_B_Array.txt";
if( NULL == (fp = fopen( f_name, "a"))){
printf("¥7¥n Cannot Open the File : %s¥n", f_name );
}
fprintf(fp, "sheet_count = %03d, row_num_now = ??? / %d, max_col_num = %d ¥n", tmp_received_sheet_count, row_num, 
max_col_num );
printf("sheet_count = %03d, row_num_now = ??? / %d, max_col_num = %d ¥n", tmp_received_sheet_count, row_num, max_col_num );
付録－4
for(j = 1 ; j <= max_row_num ; j ++ ){
for( k= 1 ; k <= max_col_num ; k++ ){
fprintf(fp, " %4d, ", Matrix_B_Array[tmp_received_sheet_count][j][k] );







/* ************* ooo ************** */
// ***************************************
//   サブメイン
// ***************************************
void comp_col(void){
    long new_max_col_num, tmp_count, tmp_val;
    long tmp_row_num, tmp_col_num; // ループの変数（ネストの１番外側と２番目）それぞれ、行と列
    long now_row_num, now_col_num; // ループの変数（ネストの３番目）それぞれ、列と行
    long tmp_val_1st, tmp_val_2nd, alpha_1st, beta_2nd;
long count;
long root_data, comp_data;
    sheet_count = 0; tmp_count = 0;                     // 変数初期化
    for( tmp_row_num = 1 ; tmp_row_num <= row_num ; tmp_row_num++ ){
        new_max_col_num = max_col_num; max_col_num_old = max_col_num;      // 行列Ｂｊの当初の列数を、一時変数（new_max_col_num）
//と大域変数(max_col_num_old)にコピー。大域変数で統一
//すべき？？？  両変数は等しい
        count = 1; max_col_num_new = 1;
        for( tmp_col_num = 1 ; tmp_col_num <= new_max_col_num ; tmp_col_num ){
            tmp_val = Matrix_B_Array[sheet_count][tmp_row_num][tmp_col_num];
            tmp_val_1st = tmp_val;                   // 当初の行における比較要素（元ネタ）をキープ
            if( tmp_val_1st != 0 ){ // 0 以外の場合処理を行う ( // tmp_row_num 行目の値が０の場合新しいＢn に移す)
            for( now_col_num = tmp_col_num ; tmp_col_num <= new_max_col_num ; tmp_col_num++ ){
printf(" *** test Debuging *** sheet_count:[%3d/%3d]th. max_col_num = %d, tmp_row_num = %d, tmp_col_num = %d, count = %d ¥n", 
sheet_count, row_num, max_col_num, tmp_row_num, tmp_col_num, count );
    tmp_val = Matrix_B_Array[sheet_count][tmp_row_num][now_col_num];
                tmp_val_2nd = tmp_val;               //当初の行における比較先要素（比較ネタ）をキープ
                if( (tmp_val_2nd != 0) || ( (tmp_val_1st * tmp_val_2nd) < 0 ) ){
// tmp_val_2nd が０でもなく、tmp_val_1st と同じ符号でもない場合
                    for( now_row_num = tmp_row_num ; now_row_num <= max_row_num ; now_row_num++ ){
                            root_data = Matrix_B_Array[sheet_count][now_row_num][tmp_col_num]; //基データ
                               comp_data = Matrix_B_Array[sheet_count][now_row_num][now_col_num]; //比較先データ
                    max_col_num = new_max_col_num + count;// ***** new_max_col_num を max_col_num（global）に代入！
                        if( f_mfm == 2 ){                               //FM の場合の重み付け（最小公倍数）
                                alpha_1st = gcd( labs(tmp_val_1st), (labs(tmp_val_2nd) ) / labs(tmp_val_1st) );
                        beta_2nd = gcd( labs(tmp_val_1st), (labs(tmp_val_2nd)) / labs(tmp_val_2nd) );
                        }
        else if( f_mfm == 1 ){             //MFM の場合の重み付け（すべて １）
                                alpha_1st = 1; beta_2nd = 1;                      // 重みを”１”にして計算（MFM)
                                }
                                else{
                        printf(" 最小公倍数計算エラー");    // End
                            break;
                           }
                    Matrix_B_Array[sheet_count][now_row_num][max_col_num] = root_data * alpha_1st + comp_data * beta_2nd; 
       //各列を足したものを、最終列に追加 ////// 最小公倍数になるように計算！！//（old_ＦＭ）MFM の場合は、重みが”１”
                    }
                   tmp_count = check_min_vector( tmp_row_num ); //操作中の行を受けて、極小ベクトルの判定を行う ******
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//行を削除した場合、tmp_count の値が１（そうでないなら０）にする
                       max_col_num = max_col_num - tmp_count;
               count = count + 1;           //追加の行を１右へずらす
                    count = count - tmp_count;                        //count から tmp_count の値を引いて 行数の調整をする。
            }
//break_1:    //基準の列が０の場合に飛ばす（break 処理）
                   tmp_count = 0;                             
// break 処理の際の tmp_count初期化
    }
        if( now_col_num >= new_max_col_num ){
               max_col_num = max_col_num - tmp_count;         //列同士の＋－の組み合わせ計算の最後（）に列を削除した場合は、
///削除された列数のカウントが行われないので、max_col_num を１つ（減らした列数）減らす
}
            //＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊
            // ０．max_col_num（global）を new_max_col_num に置換え
            // ☆．極小ベクトルの判定を行う。*** ★☆★☆★ ***
// １．列の式番号をチェックして、重複分を削除。
            // ２．列の要素をチェックして、全部０なら、解として抽出・削除
            // ３．削除後の列数を、max_col_num に置換え（０と重複）
            //＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊
        }
tmp_count = 0;                 // break 処理の際の tmp_count初期化





    sheet_count_old = sheet_count;
    sheet_count = sheet_count + 1;
draw_matrix_B(sheet_count_old); // 操作した行列を表示する。  ＜＝＝＝ タイミング注意！！
        if( f_mfm == 2 ){                                   // old_FM の場合にのみ実行（基準の行が０のものだけを、次のシートへコピー）
            check_row_matrix_B_old(tmp_row_num);  // (old_FM）matrix_B_old の tmp_row_num 行の 0 の列を matrix_B へコピー
        }else if( f_mfm == 1 ){                              // MFM の場合にのみ実行（操作の行を変えずにそのままにするかどうか）
            check_row_matrix_B_old_for_MFM( tmp_row_num, new_max_col_num );       
//（MFM）matrix_B_old の tmp_row_num 行の new_max_col_num 列までの
// 要素 0 の列と、new_max_col_num 以降のすべての列を matrix_B へコピー
//max_col_num 新しいシートの max_col_num を設定しなおし
            if( check_tmp_row_all_0( tmp_row_num ) != 0 ){  //"OK でないなら //(MFM) 新しいシートにコピーした tmp_row_num 行のすべての
//要素が０でなければ、tmp_row_num をそのまま（for 文で追加されるので、その前に －１ しておく）
                if( max_col_num_old == max_col_num ){  //(MFM) 新しいシートにコピーしても変わらなかったら、判定結果後の列の数が
//変わらなくなったら、現在の行の０要素のみ取り出し、新しい行列にし、次の行に移る
                    check_row_matrix_B_old_for_MFM_old( tmp_row_num, new_max_col_num );
//（MFM）matrix_B_old の tmp_row_num 行の new_max_col_num 列までの要素 0 の列と、
//new_max_col_num 以降のすべての列を matrix_B へコピー
                    tmp_row_num = tmp_row_num + 1;              // 検証する行を １つ上げる
                }
                tmp_row_num = tmp_row_num - 1;
            }
        }




//   第 tmp_row_num 行の 各要素がすべて０かどうか調べる(すべて０＝＞ ０、すべて０でない＝＞９９９）
// ***************************************
long check_tmp_row_all_0(long tmp_row_num){
    long val_return;
    long i, tmp_val;
    val_return = 0; // OK
    for( i = 1 ; i <= max_col_num ; i++ ){
        tmp_val = Matrix_B_Array[sheet_count][tmp_row_num][i];
        if( tmp_val != 0 ){
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            val_return = 999;
            break;                                 // １つでも０でない要素があれば、そこで終了
        }
    }
    return( val_return );
}
// ***************************************
//   以下、式の元列から、その持っている式を追加した列に作成
// 行を削除した（極小ベクトルでなかった）場合、このファンクションの値を１とし、行の追加カウント数から引いておいてもらう
//   DEL = 1, OK = 0;
// ***************************************
long check_min_vector(long tmp_row_num){
    long i, j, tmp_val_1st, tmp_val_2nd, del_count;
    long root_col, comp_col, tmp_val_of_sp_ans;
    long vector_f; // DEL = 1, OK = 0;
    
    del_count = 0; vector_f = 0;
    for( i = 1 ; i <= max_col_num ; i++ ){
        tmp_val_1st = Matrix_B_Array[sheet_count][tmp_row_num][i];
        if( tmp_val_1st == 0 ){
            root_col = i;                                    // 基準の列番号を root_colに代入
            for( j = 1 ; j <= max_col_num ; j++ ){
                comp_col = j;
                tmp_val_2nd = Matrix_B_Array[sheet_count][tmp_row_num][j];     //比べる列の対象行の要素
                tmp_val_of_sp_ans = Matrix_B_Array[sheet_count][max_row_num][j];  
//特解が１になるための１番したの値を取得 ＊＊＊＊ 有理数（分数）に値にして、判定する ’＊＊＊追加修正
                if(!(tmp_val_2nd == 0 || i == j)){                     // 比べる列の要素が、０ または、基準列と同じ 列は 飛ばす
                    vect or_f = check_b_i_bigger_b_j(root_col, comp_col, tmp_val_of_sp_ans); 
//基準の列_root_col(=i)（要素が０）と残りの列_comp_col(=j)すべてを比べる
        //極小判定
      //第ｍ要素以下の各要素を比較し、root_col 側に１つでも大きい数があれば、残し、それ以外は comp_colの列を削除する。
                    if( vector_f = 1 ){ // DEL
                        del_comp_col(comp_col); //極小ベクトルでなかったら comp_col 列を削除する
                        del_count = del_count + 1;          // 削除した列数をカウントアップ
                        if( vector_f == 1 ){ //DEL
printf(" *** test Debuging *** checking _ vector max_col_num = %d, del_count = %d ¥n", max_col_num,  del_count );        
     return( del_count );            //削除した列数を変数として返す
    }
  //  else{
  //           return( 0 ); //0 を返す
  //  }
                    }
                }
            }
        }
    }
    for( i = 1 ; i <= max_col_num ; i++ ){
        root_col = i;                                    // 基準の列番号を root_colに代入
        for( j = 1 ; j <= max_col_num ; j++ ){
            comp_col = j;
            if( i != j ){                          //同じ列は 飛ばす
                vector_f = check_b_i_eq_b_j(root_col, comp_col); //基準の列_root_col(=i)（要素が０）と残りの列_comp_col(=j)すべてを比べる
        //同じ値（列）
                  //各要素を比較し、root_col 側 と comp_col側のすべての要素が同じ場合は、comp_colの列を削除する。
                if( vector_f == 1 ){ // DEL
                    del_comp_col(comp_col);         //極小ベクトルでなかったら comp_col 列を削除する
                    del_count = del_count + 1;      //削除した列数をカウントアップ
                    if( vector_f == 1 ){ //DEL
                  return( del_count );            //削除した列数を変数として返す
            }
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// else{
//         return( 0 ); //0 を返す
// }
       }
}
        }
    }
}
// ***************************************
//   ベクトルを比べる（ｂ_i ＞ ｂ_j）かどうか？ この場合のみ残す。あとは削除      ’特解を１にした、有理数（分数）で判定する
// ***************************************
long check_b_i_bigger_b_j(long root_col, long comp_col, long tmp_val_of_sp_ans){
    long i;
    double tmp_val, tmp_val_2;
    long val_return; // DEL = 1, OK = 0;
    
    val_return = 1;
    for( i = row_num + 1 ; i <= max_row_num ; i++ ){       //第ｍ行以下を比べる
        tmp_val = Matrix_B_Array[sheet_count][i][root_col];
        if( tmp_val_of_sp_ans == 0 ){
            tmp_val_2 = Matrix_B_Array[sheet_count][i][comp_col];
        }else{
            tmp_val_2 = Matrix_B_Array[sheet_count][i][comp_col] / tmp_val_of_sp_ans;
        }
        if( tmp_val > tmp_val_2 ){             //１つでも大きいものがあれば OK（残す）を返す
            val_return = 0;
            break;            // 後の処理はしなくても OK
        }
    }
    return( val_return );
}
// ***************************************
//   ベクトルを比べる（ｂ_i ＞＝ ｂ_j）かどうか？ b_iが b_j を含んでいるかどうか
//   OUT = 0, OK = 1;
// ***************************************
long check_b_i_include_b_j(long root_col, long comp_col){
    long i;
    long tmp_val, tmp_val_2;
    long val_return; // OUT = 0, OK = 1;
    val_return = 1;
    for( i = row_num + 1 ; i <= max_row_num ; i++ ){ //第ｍ行以下を比べる
        tmp_val = Matrix_B_Array[(sheet_count - 1)][i][root_col];           //Matrix_old
        tmp_val_2 = Matrix_B_Array[(sheet_count - 1)][i][comp_col];         //Matrix_old
        if( tmp_val < tmp_val_2 ){              //１つでも大きいものがあれば OUT（残す）を返す
            val_return = 0; // OUT = 0, OK = 1;
            break; // 後の処理はしなくても OK
        }
    }
    return( val_return ); // OUT = 0, OK = 1;
}
// ***************************************
//   ベクトルを比べる（ｂ_i ＝ ｂ_j）かどうか？ この場合消す
//   DEL = 1, OK = 0 (return)
// ***************************************
long check_b_i_eq_b_j(long root_col, long comp_col){
    long i;
    long tmp_val, tmp_val_2;
    long val_return;
    
    val_return = 1;
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    for( i = 1 ; i <= max_row_num ; i++ ){                //すべての要素を比べる
        tmp_val = Matrix_B_Array[sheet_count][i][root_col];
        tmp_val_2 = Matrix_B_Array[sheet_count][i][comp_col];
        if( tmp_val != tmp_val_2 ){             //１つでも異なる要素があれば OK（残す）を返す
            val_return = 0; // OK
            break;             // 後の処理はしなくても OK
        }




//   comp_col 列を削除する                           ＊＊＊＊＊＊ 変更要 ＊＊＊＊   ososo
// ***************************************
void del_comp_col(long comp_col){
    long j, k, tmp_val;
    
    for( j = 1 ; j <= max_row_num ; j++ ){
        for( k = comp_col ; k <= max_col_num ; k ++ ){
            tmp_val = Matrix_B_Array[sheet_count][j][k + 1];
            Matrix_B_Array[sheet_count][j][k] = tmp_val;
        }
    }
}
// ***************************************
//   受け取った matrix_B_old 列(tmp_col_num)を次のシート(matrix_B)にコピーする  ＊＊＊ 追加 ＊＊＊
// ***************************************
void add_to_next_sheet(long tmp_col_num){
    long tmp_val, i;
    
    for( i = 1 ; i <= max_row_num ; i++ ){
        tmp_val = Matrix_B_Array[sheet_count_old][i][tmp_col_num];
        Matrix_B_Array[sheet_count][i][max_col_num_new] = tmp_val;
    }
    max_col_num_new = max_col_num_new + 1;
}
// ***************************************
//   行番号と、旧Ｂ行列の max_列数を受け取り、 （ＭＦＭ 対応モジュール） ？？？正しいチェック方法は不明 ！！ ？？？
// 旧Ｂ行列の第 tmp_row_num 行（が０の要素）すべてと、追加されたすべての列を加え新Ｂ行列とし、新しいシートに追加する。
//   なおかつ、新しく追加した列のすべてに含まれない列のみ Matrix_B へコピーするﾁｪｯｸを追加 ***
// ***************************************
void check_row_matrix_B_old_for_MFM(long tmp_row_num, long old_max_col_num){
    long tmp_row_num_tmp, i, count;
    long check_add_able_col; // OUT = 0; OK = 1
    check_add_able_col = 0; // "OUT"
    count = 0;
    for( i = 1 ; i <= max_col_num ; i++ ){
        if( i <= old_max_col_num ){ // 旧Ｂ行列の範囲は ０要素のみ移動
            tmp_row_num_tmp = Matrix_B_Array[(sheet_count_old)][tmp_row_num][i]; //基準行が０の場合無条件追加
            if( tmp_row_num_tmp != 0 ){
                check_add_able_col = no_included_all_added_cols(tmp_row_num, old_max_col_num, i);
//元の列の値が、追加した列のすべてに含まれていない場合、新しいシートにコピーできる "OK"なら追加
            }
            if( tmp_row_num_tmp == 0 || check_add_able_col == 1 ){  // "OK"
                add_to_next_sheet(i); //matrix_B_old の tmp_row_num 行の i 列(要素 0)を matrix_B へコピー
                count = count + 1;
            }
}else{       //追加された列は、すべて移動
            add_to_next_sheet(i); //matrix_B_old の old_max_col 列以降に追加された tmp_row_num 行 の i 列(すべて)を matrix_B へコピー
            count = count + 1;
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        }
    }
    max_col_num = count;                    //新しいコピー先の matrix_B の最大列数をセット
}
// ***************************************
//   追加された列のすべてに、もともとの列が含まれていなければ、新しいシートに
//   加えていけるため、その条件をチェックする。// OUT = 0; OK = 1;
// ***************************************
long no_included_all_added_cols(long tmp_row_num, long old_max_col_num, long comp_col){
    long i, tmp_val, root_col, count_1, count_2;
    long check_included; // OUT = 0, OK = 1;
//   long tmp_f; // OUT = 0, OK = 1;
long return_val; // OUT = 0, OK = 1;
    
    count_1 = 0; count_2 = 0;
    return_val = 1; // OUT = 0, OK = 1;
    tmp_val = Matrix_B_Array[(sheet_count - 1)][tmp_row_num][comp_col];
if( tmp_val != 0 ){
        for( i = (old_max_col_num + 1) ;  i <= max_col_num ; i++ ){
            check_included = 0; root_col = i; // OUT = 0, OK = 1;
            check_included = check_b_i_include_b_j(root_col, comp_col); //すべてに含まれていない場合"OUT"になる
            count_1 = count_1 + 1;
            if( check_included == 1 ){ // OK
                count_2 = count_2 + 1;
            }
        }
    }
    if( count_1 == count_2 ){ //追加された列、すべてに含まれていたら、"OUT"とし、新しいシートには追加しない
        return_val = 0; // OUT
    }
    return( return_val ); //OK＝新しいシートに追加、"OUT"＝comp_colを削除
}
// ***************************************
//   行番号と、旧Ｂ行列の max_列数を受け取り、 （ＭＦＭ 対応モジュール）
// 旧Ｂ行列の第 tmp_row_num 行が ０ の要素と、追加されたすべての列を加え新Ｂ行列とし、新しいシートに追加する。
// ***************************************
void check_row_matrix_B_old_for_MFM_old(long tmp_row_num, long old_max_col_num){
    long tmp_row_num_tmp, i, count;
    count = 0;
    for( i = 1 ; i <= max_col_num ; i++ ){
        if( i <= old_max_col_num ){ // 旧Ｂ行列の範囲は ０要素のみ移動
            tmp_row_num_tmp = Matrix_B_Array[(sheet_count - 1)][tmp_row_num][i];
            if( tmp_row_num_tmp == 0 ){
                add_to_next_sheet(i); //matrix_B_old の tmp_row_num 行の i 列(要素 0)を matrix_B へコピー
                count = count + 1;
            }
        }else{ //追加された列は、すべて移動
            add_to_next_sheet(i); //matrix_B_old の old_max_col 列以降に追加された tmp_row_num 行 の i 列(すべて)を matrix_B へコピー
            count = count + 1;
        }
    }




//   行番号を受け取り、その行の要素が０の列を新しいシートに追加する。
// ***************************************
void check_row_matrix_B_old(long tmp_row_num){
    long tmp_row_num_tmp, i, count;
    
    count = 0;
    for( i = 1 ; i <= max_col_num ; i++ ){
        tmp_row_num_tmp = Matrix_B_Array[(sheet_count - 1)][tmp_row_num][i];
        if( tmp_row_num_tmp == 0 ){
            add_to_next_sheet(i);  //matrix_B_old の tmp_row_num 行の i 列(要素 0)を matrix_B へコピー
            count = count + 1;
        }
    }
    max_col_num = count;             //新しいコピー先の matrix_B の最大列数をセット
}
//***************************************
//   最大公約数を求める（GCD）
//***************************************
long gcd(long x, long y){
    
    if( y == 0 ){
        return( x );
}else{




//   最小公倍数を求める
//***************************************
long gcd_2(long x, long y){
    long tmp, ans;
tmp = gcd(x, y);





























replace(N,X,[Y|L],[Y|XL]):-N>1 -> N1 is N-1,replace(N1,X,L,XL).
replace_append(1,X,[H|T],XL):-append([ref(H)],X,R1),append(R1,[end_ref],R2),
                              append(R2,T,XL).
replace_append(N,X,[Y|L],[Y|XL]):-N>1 -> N1 is N-1,replace_append(N1,X,L,XL).
replace_append_list([NUM],X,SP,XT):-replace_append(NUM,X,SP,XT).
replace_append_list([1|TN],X,[[ref(H)|HR]|T],[XR2|T]):-
                       replace_append_list(TN,X,HR,XR),
                       append([ref(H)],XR,XR1),append(XR1,[end_ref],XR2).
replace_append_list([HN|TN],X,[Y|L],[Y|XL]):-HN>1 -> HN1 is HN-1,




                      append([ref(S)],R2,R3),
                      append(R3,[end_ref],R4).
pic_ref(X,X). 
refine(NSP):-spec(NSP,SP),out_sp(c(SP)),
            write('詳細化する番号を入れて下さい'),read(NUM),
            retr(NUM,SP,RETR),write(RETR),nl,
            write('詳細化する内容を入れて下さい'),read(REF),
            retr(NUM,SP,X),  
            replace_append(NUM,REF,SP,RSP),out_sp(c(RSP)).
retr(1,[H|T],H).






       write('insert(3,[a1,a2,a3],[a,b,c,d],Z)').
qins(Z):-ins([c1,c2],d,[a,b,d,e],Z),
         write('ins([c1,c2],d,[a,b,d,e],Z)').
qd(Z):-delete(3,[a,[b,c],[dd,d1,cd2],[e1,e2,e3]],Z),
       write('delete(3,[a,[b,c],[dd,d1,cd2],[e1,e2,e3]],Z)').
qdel(Z):-del([a,b],[c,d,x,[a,b],y],Z),
     write('del([a,b],[c,d,x,[a,b],y],Z)').
qr(Z):-replace(3,[c1,c2,c3],[a,b,c,d,e],Z),
       write('replace(3,[c1,c2,c3],[a,b,c,d,e],Z)').
qra1(R):-replace_append(3,[z11,z12],[x,y,z,u],R),
         write('replace_append(3,[z11,z12],[x,y,z,u],R)').
qpic1:-out_sp(c([a,b,ref(c),c1,c2,end_ref,d])),
       write('out_sp(c([a,b,ref(c),c1,c2,end_ref,d]))').
qpic2:-out_sp(c([a,b,ref(c),c1,ref(c2),c21,c22,end_ref,c3,end_ref,d])),
       write('out_sp(c([a,b,ref(c),c1,ref(c2),c21,c22,end_ref,c3,end_ref,d]))').
                                      replace_append_list([HN1|TN],X,L,XL).
qr1(R):-replace_append_list([3],[z11,z12],[x,y,z,u],R),
        write('replace_append_list([3],[z11,z12],[x,y,z,u],R)').
qr2(R):-replace_append_list([5],[z21,z22],[x,y,ref(z),z1,z2,end_ref,u],R),
        write('replace_append_list([5],[z21,z22],
                                   [x,y,ref(z),z1,z2,end_ref,u],R)').
qrp1(R):-replace_append_list([3],[z11,z12],[x,y,z,u],R),pic_list(R,PIC_R),
         out_sp(c(PIC_R)),
         write(' replace_append_list([3],[z11,z12],[x,y,z,u],R),
                 pic_list(R,PIC_R),out_sp(c(PIC_R))').
qrp2(R):-replace_append_list([5],[z21,z22],[x,y,ref(z),z1,z2,end_ref,u],R),
         pic_list(R,PIC_R),out_sp(c(PIC_R)),
         write('replace_append_list([5],[z21,z22],
                [x,y,ref(z),z1,z2,end_ref,u],R),
                pic_list(R,PIC_R),out_sp(c(PIC_R))').
qrp3(X):-qrp2(R),replace_append_list([6],[z211,z212],R,X),pic_list(X,XP),
         out_sp(XP),write('qrp2(R),replace_append_list([6],[z211,z212],R,X),
                           pic_list(X,XP),out_sp(XP)').
qpr1(R4):-pic_ref(ref(z,[z1,z2]),R4).




 write('   手続きのスペツクを行うには   add_sp(KEY)      を入力 '),nl,
 write('   KEY,には, read,print,comp,return,sum,av,dev,max,min,sort,..'),nl,
 write('             if,repeat,... などがある'),nl,
 write('セーブ'),nl,
 write('    ﾃﾞｰﾀﾍﾞｰｽ上の       ﾊﾞｯﾌｧ sp_all の上の  '),nl,
 write('    一般, メイン,      関数         のプログラムにそれぞれ'),nl,
 write('  NUM,  NUM,         FUNCT_NAME の名前をつけてファイル'),nl,
 write('    FN1,  main_pr0,    fn_pr0       にセーブするには,'),nl,
 write('                                    それぞれ'),nl,
 write('    reg_sp(NUM,FN),  reg_msp(NUM), reg_fsp(FUNCT_NAME)'),nl,
 write('                                    と入力する'),nl,
 write(整備),nl,
 write('    FN,     main_pr0, fn_pr0       のファイル上の設計文書をprog'),nl,
 write('                    ﾌ ﾛﾟｸﾞﾗﾑ展開用に整備して、それ'),nl,
 write('    PFN,     main_pr,  fn_pr        ぞれファイルに出力するには'),nl,
 write('    expnd_src(NUM,FN,PFN), expnd_m_src(NUM), expnd_f_src(FN_NAME)'),nl,
 write('                                     と入力する'),nl,
 write(構造化図表示),nl,
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 write('     ファイル名   FN,  番号    NUM   の設計文書の内容を図示するには'),
                                              nl,
 write('      draw_pic_sp(NUM,FN)            '),nl,
 write('                                     と入力する'),nl,
 write('    FN は１０月現在では main_prp,NUM は13,14,15,16,17,18,19,20 '),nl.































                    write(']').
write_out(b([H|T])):-write('['),write_out(H),writelist_hc_nl(T),







                             writelist_list_hc_nl(T).
writelist_list_hc_nl([]).
writelist_list_ic_nl([H|T]):-(writelist_ic_nl(H);write(H)),






        tella(main_pr0),sp_all(X),writelist(['sp_rec(',NUM,',']),
        writeq(X),write(').'),nl,told.
reg_fsp(FN_NAME):-
        tella(fn_pr0),sp_all(X),writelist(['sp_rec(',FN_NAME,',']),
        writeq(X),write(').'),told.
reg_sp(NUM,FN):-
        tella(FN),sp_all(X),writelist(['sp_rec(',NUM,',']),
        writeq(X),write(').'),told.
expnd_m_src(NUM):-
     [main_pr0],sp_rec(NUM,X),
     writelist(['process(spec(',NUM,')):-proc_list([']),
     writelist_ic_nl(X),write(']).'),nl,
     tella(main_prc),writelist(['process(spec(',NUM,')):-proc_list([']),
     writelist_ic_nl(X),write(']).'),nl,told,nl.
expnd_f_src(FN_NAME):-[fn_pr0],sp_rec(FN,X),
     writelist(['process(',FN_NAME,'):-proc_list([']),
     writelist_ic_nl(X),write(']).'),nl,
     tella(fn_pr),writelist(['process(',FN_NAME,'):-proc_list([']),
     writelist_ic_nl(X),write(']).'),told,nl.
expnd_src(NUM,FN,PFN):-[FN],sp_rec(NUM,X),
     writelist(['process(spec(',NUM,')):-proc_list([']),
     writelist_ic_nl(X),write(']).'),nl,
     tella(PFN),writelist(['process(spec(',NUM,')):-proc_list([']),
     writelist_ic_nl(X),write(']).'),told,nl.
draw_pic:-['pic.pl'],pic_num(N),write(pic_num(N)),nl,pic(N),nl,nl,N1 is N+1,
          retract(pic_num(N)),assert(pic_num(N1)). 
draw_pic_sp(NUM,FN):-[FN],sp_rec(NUM,X),tell('pic.pl'),
        writelist([pic(NUM),':-pic_sp([start,']),expand_list(X),
        write('sp_end]).'),told,['pic.pl'],pic(NUM).
/*
sp_pic(N):-tell('pic.pl'),
        writelist([pic(N),':-pic_sp([start,']),
        proc_sp(N),write('sp_end]).'),told,
        ['pic.pl'],pic(N).
*/
pic_head(N):-tell('pic.pl'),
        writelist([pic(N),':-pic_sp([start,']).







                          retract(tmp(X)),assert(tmp(RSP)).
spc(if(T),c([if(T),then,b(SP),end_if]) ):-
        pic_num(N),pic_head(N),expand(c([if(T)])),
        pic_end,
        write('条件部を図示しますか。1/0'),read(COND),(COND=:=1,
        tell('spec_ctr.pic'),draw_pic,told;write(' ')), 
        write('条件文のthenの本体部を入力して下さい'),nl,read(P),
        out_sp(c([ if(T),then,b(P),end_if])),nl,
        spc_list(P,SP),
        out_sp(c([ if(T),then,b(SP),end_if])),nl.
 out_sp(OUT_SP):-       
        write(OUT_SP),nl,
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        pic_num(N1),pic_head(N1),
        expand(OUT_SP),nl,
        pic_end,
        write('このspecの部分を図示しますか。1/0'),read(COND),(COND=:=1,
        tell('spec_ctr.pic'),draw_pic,told;write(' ')).  /*  ???  question */
spc(if_else(T),c([if(T),then,b(SP1),else,b(SP2),end_if]) ):-
        pic_num(N),pic_head(N),expand(c([if(T)])),
        pic_end,write('条件部を図示しますか。1/0'),read(COND),(COND=:=1,
        tell('spec_ctr.pic'),draw_pic,told;write(' ')), 
        write('条件文のthenの本体部を入力して下さい'),nl,read(P1),
        spc_list(P1,SP1),
        write(c([ if(T),then,b(SP1),end_if] )),nl,
        pic_num(N1),pic_head(N1),
        expand(c([ if(T),then,b(SP1),end_if] )),nl,
        pic_end,
        pic_end,write('if文部を図示しますか。1/0'),read(IF),(COND=:=1,
        tell('spec_ctr.pic'),draw_pic,told;write(' ')), 
        write('条件文のelseの本体部を入力して下さい'),nl,read(P2),
        spc_list(P2,SP2),
        out_sp(c([ if(T),then,b(SP1),else,SP2,end_if] )),nl.
spc(case(INDEX_NAME),c([case(INDEX_NAME),b(SP),end_case_list]) ):-
        write(case(INDEX_NAME)),nl,
        write('case文の本体部を入力して下さい'),nl,read(P),
        case_list(P,SP),
        out_sp(c([case(INDEX_NAME),b(SP),end_case_list] )),nl.
spc(if_else_list,c([if_else_list,b(SP),end_if_else_ilist]) ):-
        pic_num(N),pic_head(N),expand(c([case(INDEX)])),
        pic_end,write('条件部を表示しますか。1/0'),read(COND),(COND=:=1,
        tell('spec_ctr.pic'),draw_pic,told;write(' ')), 
        write('if_else_list文の本体部を入力して下さい'),nl,read(P),
        write(P),
        if_else_list(P,SP),
        write(c([if_else_list,b(SP),end_if_else_list] )),nl,
        pic_num(N1),pic_head(N1),
        expand(c([if_else_list,b(SP),end_if_else_list] )),
        pic_end.
spc(when(OBJ_NAME),c([when(OBJ_NAME),b(SP),end_when_list]) ):-
        write(when(OBJ_NAME)),nl,
        write('when_list文の本体部を入力して下さい'),nl,read(P), 
        when_list(P,SP),
        out_sp(c([when(OBJ_NAME),b(SP),end_when_list] )),nl.
spc(for([INDEX,INIT_VAL,TERM_VAL,STEP]),c([for([INDEX,を,INIT_VAL,
        から,TERM_VAL,まで,STEP,づつ変化しながら繰り返す]),b(SP),end_for])):-
        pic_num(N),pic_head(N),
        expand(c([for([INDEX,を,INIT_VAL,から,TERM_VAL,まで,STEP,
                 づつ変化しながら繰り返す])])),
        pic_end,write('条件部を図示しますか。1/0'),read(COND),(COND=:=1,
        tell('spec_ctr.pic'),draw_pic,told;write(' ')), 
        write('forの繰り返しの本体部を入力して下さい'),nl,
        read(P),out_sp(c([for([INDEX,を,INIT_VAL,
        から,TERM_VAL,まで,STEP,づつ変化しながら繰り返す]),b(P),end_for])),nl,
        spc_list(P,SP),
        out_sp(c([for([INDEX,を,INIT_VAL,から,TERM_VAL,まで,STEP,
                 づつ変化しながら繰り返す]),b(SP),end_for])),nl.
spc(for([INIT,REP_COND,STEP]),
        c([for([初期条件を,INIT,とし,STEP,の処理をしながら,REP_COND,
           の継続条件が成立する間繰り返す]),b(SP),end_for]) ):-
        pic_num(N),pic_head(N),
        expand(c([for([初期条件を,INIT,とし,STEP,の処理をしながら,REP_COND,
                の継続条件が成立する間繰り返す])]) ),
        pic_end,write('条件部を図示しますか。1/0'),read(COND),(COND=:=1,
        tell('spec_ctr.pic'),draw_pic,told;write(' ')), 
        write('forの繰り返しの本体部を入力して下さい'),nl,
        read(P),spc_list(P,SP),
        out_sp(c([for([初期条件を,INIT,とし,STEP,の処理をしながら,REP_COND,
                の継続条件が成立する間繰り返す]),b(SP),end_for]) ),nl.
spc(while(T),c([while([T,の間繰り返す]),b(SP),end_while]) ):-
        pic_num(N),pic_head(N),
        expand(c([while([T,の間繰り返す])])),
        pic_end,write('条件部を図示しますか。1/0'),read(COND),(COND=:=1,
        tell('spec_ctr.pic'),draw_pic,told;write(' ')), 
        write('whileの繰り返しの本体部を入力して下さい'),nl,
        read(P),spc_list(P,SP),
        out_sp(c([while([T,の間繰り返す]),b(SP),end_while])),nl.
spc(until([X,T]),c([until([X,を読み込み,T,が成立するまで繰り返す]),
    b(SP),end_until]) ):-
        pic_num(N),pic_head(N),
        expand(c([until([X,を読み込み,T,が成立するまで繰り返す])])),
        pic_end,write('条件部を図示しますか。1/0'),read(COND),(COND=:=1,
        tell('spec_ctr.pic'),draw_pic,told;write(' ')), 
        write('untilの繰り返しの本体部を入力して下さい'),nl,
        read(P),spc_list(P,SP),
        out_sp(c([until([X,を読み込み,T,が成立するまで繰り返す]),


















        writelist(['case文 ',ITEM,' の本体部を入力して下さい']),nl,read(P),
        spc_list(P,SP),
        write(c([item(ITEM),b(SP),end_case] )),nl,
        pic_num(N1),pic_head(N1),
        expand(c([item(ITEM),b(SP),end_case] )),
        pic_end,
        write('case文を図示しますか。1/0'),read(COND),(COND=:=1,





      writelist(['when文の条件 ',COND,' の本体部を入力して下さい']),nl,read(P),
      spc_list(P,SP),
      write(c([cond(COND),b(SP),end_when] )),nl,
         pic_num(N1),pic_head(N1),
        expand(c([cond(COND),b(SP),end_when] )),
        pic_end,
        write('case文を図示しますか。1/0'),read(YN),(YN=:=1,
        tell('spec_ctr.pic'),draw_pic,told;write(' ')). 
/* ４．手続き文の検索と指定 */
add_sp(X):-(retrc(X,XC),spc(XC,CUR_SP);spc(X,CUR_SP);sp(X,CUR_SP)), 
        sp_all(SP_ALL),append(SP_ALL,[CUR_SP],N_SP_ALL),
        retract(sp_all(SP_ALL)),assert(sp_all(N_SP_ALL)),
        pic_num(N2),pic_head(N2),
        sp_all(N_SP_ALL),
        expand_list(N_SP_ALL),nl,
        pic_end,
        write('これまでのspecを図示しますか。1/0'),read(COND),(COND=:=1,
        tell('spec_all.pic'),draw_pic,told;write(' ')).
retrc(H2,CX):-
        dict2_retr(DICT2_R),member([head(H1,H2),body(T)],DICT2_R),
        writelist_nl(T),
        write('適用しようとする命令やモジュ ルーがなければ 0を,
               あれば番号を入力して下さい。'),
        read(N),(N=:=0;
                 member(p(N,X,C,CST),T),nl,
                 writelist_nl([C,X]),nl,
                 writelist([変数列,X,を決める。]),
                 write('テスト述語を検索適用するときには,1,を,
                        しないときには,0,を入力して下さい'),nl,read(YN),
                 (YN=:=1,retr(test,SX);
                 sp_var(X,SX)),qspc(H2,N,SX,CX)  ),
                 dict2(DICT2),member([head(H11,H12),body(T1)],DICT2),
                 (member(p(N,SX,CX,c([macro(CH1),B,end_macro])),T1),
                 write(macro(CH1)),nl,macro(CH1);write(' ')).
qspc(H,N,SX,CX):-
           dict2(DICT2),member([head(H1,H),body(T)],DICT2),
           member(p(N,SX,CX,CST),T),write(CX),nl.
           
retr(H2,STX):-
           dict1_retr(DICT1),member([head(H1,H2),body(T)],DICT1),
           writelist_nl(T),
          write('適用しようとする命令やモジュー ルがなければ 0 を
                あれば番号を入力して下さい。'),
          read(N),(N=:=0;
                   member(p(N,X,ST),T),nl,
                   writelist_nl([ST,X]),nl,
                   writelist([変数列,X,を決める。]),
                   sp_var(X,SX),qsp(H2,N,SX,STX)).
           
retr(H2,ST2):-
           (dict1_retr(DICT1),member([head(H1,H2),body(T)],DICT1);
           dict2_retr(DICT2),member([head(H1,H2),body(T)],DICT2)),




           dict1(DICT1),member([head(H1,H),body(T)],DICT1),
           member(p(N,SX,STX),T),(write(STX);writelist(STX)),nl.
/* ５． 見出し辞書 */ 
dict1_retr([
    [head(読み込む,read),
       body([p(1,'X',['X',に読み込む]),
             p(2,'X',['プロンプトにより','X',に読み込む]),
             p(3,'X',['プロンプトにより','X',の各変数に読み込む]),
             p(4,'X',[プロンプトにより１次元配列,'X',に読み込む]),
             p(5,'X',[プロンプトにより２次元配列,'X',に読み込む]),
             p(6,'X',[ファイルから,'X',に読み込む]),
             p(7,'X',['FN','K','A','J'],[ファイル名,'FN',の第,'K',
                 番目のファイルから,２次元配列,'A',の第,'J',列に読み込む]) ])],
    [head(書き出す,print),
       body([p(1,['X','OP_TYPE'],['X',を,'OP_TYPE',でプリントする]),
             p(2,['X','OP_TYPE'],[１次元配列,'X',をプリントする]),
             p(3,['X','OP_TYPE'],[２次元配列,'X',をプリントする]),
             p(4,['X','Y','OP_TYPE'],[ファイル,'X',に,'Y',を,'OP_TYPE',
                  でプリントする]),
             p(5,['X','OP_TYPE'],['X',の各値を,'OP_TYPE',
                  で名前に続き各行にプリントする]),
             p(6,'X',['X',の各値の見出し行をタブによりプリントする]),
             p(7,['X','OP_TYPE_LIST'],['X',の各値を,'OP_TYPE_LIST',
                  で一行にプリントする]), 
             p(8,'S',[定記号列,'S',をプリントする]),
             p(9,'S',[定記号パターン列,'S',をプリントする]),
             p(10,'S',[定記号列,'S',をリスト要素毎に改行してプリントする]),
             p(11,['S','X','OP_TYPE'],[定記号列,'S',と変項,'X',を,'OP_TYPE',
                  でプリントする]) ])],
    [head(和,sum),
       body([p(1,['X','Y','Z'],['X',に,'Y',を加えた結果を,'Z',におく]),
             p(2,['OBJ','SUMOBJ'],['OBJ',の和を,'SUMOBJ',に求める]),
             p(3,['OBJ','C','SUMOBJ'],
                 [２次元配列,'OBJ',の第,'C',列の和を,'SUMOBJ',に求める]),
             p(4,['OBJ','FROM_C','TILL_C','ROW','SUMOBJ'],
                 [２次元配列,'OBJ',の,'FROM_C',列から,'TILL_C',列までの,'ROW',
                  行の要素の和を,'SUMOBJ',に求める]) ])],
    [head(平均値,av),
       body([p(1,['X','Y'],['X',の平均値を,'Y',に求める]),
             p(2,['X','C','Y'],
                 [２次元配列,'X',の第,'C',列の平均値を,'Y',に求める]) ])],
    [head(偏差値,dev),
       body([p(1,['OBJ','DEVOBJ'],['OBJ',の偏差値を,'DEVOBJ',に求める]),
             p(2,['OBJ','C','DEVOBJ'],
               [２次元配列,'OBJ',の第,'C',列の偏差値を,'DEVOBJ',に求める]) ])],
    [head(最大値を求める,max),
       body([p(1,['X','Y'],['X',の最大値を,'Y',に求める]),
             p(2,['X','C','Y'],
                 [２次元配列,'X',の第,'C',列の最大値を,'Y',に求める]) ])],
    [head(最小値を求める,min),
       body([p(1,['OBJ','MINOBJ'],['OBJ',の最小値を,'MINOBJ',に求める]),
             p(2,['OBJ','C','MINOBJ'],
               [２次元配列,'OBJ',の第,'C',列の最小値を,'MINOBJ',に求める]) ])],
    [head(返す,return),
       body([p(1,'X',['X',を返す]) ])],
    [head(ブレークする,break),
       body([p(1,[],[ブレークする]) ])], 
    [head(設定する,set),
       body([p(1,['Y','X'],set('Y','X')) ])],
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    [head(計算する,comp),
       body([p(1,'X',compute('X')),
             p(2,'X',compute_list('X')) ])],
    [head(テストする,test),
       body([p(1,'N',['N',は素数である]),
             p(2,'Y',['Y',は閏年である]) ])],
    [head(乱数発生,random),
       body([p(1,['LOWER','UPPER','NUM','RAN','A'],
                 ['LOWER',から,'UPPER',までの一様乱数を,'NUM',個,'RAN',
                   をseedとして発生し配列,'A',に入れる]),
             p(2,['LOWER','UPPER','RAN','A'],['LOWER',
                 から,'UPPER',までの一様乱数を,'RAN',をseedとして発生し,
                 'N',行,'M',列の２次元配列,'A',に入れる]) ])],
    [head(ソート,sort),
       body([p(1,'[A,ORD]',['A',を,'ORD',順にソートする]),
             p(2,'[A,ORD,SORT]',
                 [２次元配列,'A',を,ORD,順に第,'K',
                  列の要素をキーとしてソ トーする])  ])] 
]).
 dict1([
    [head(読み込む,read),
       body([p(1,X,[X,に読み込む]),
             p(2,X,[プロンプトにより,X,に読み込む]),
             p(3,X,[プロンプトにより,X,の各変数に読み込む]),
             p(4,X,[プロンプトにより１次元配列,X,に読み込む]),
             p(5,X,[プロンプトにより２次元配列,X,に読み込む]),
             p(6,X,[ファイルから,X,に読み込む]),
             p(7,X,[FN,K,A,J],[ファイル名,FN,の第,K,番目のファイルから,'２次元
                     配列',A,の第,J,列に読み込む]) ])],
    [head(書き出す,print),
       body([p(1,[X,OP_TYPE],[X,を,OP_TYPE,でプリントする]),
             p(2,[X,OP_TYPE],[１次元配列,X,をプリントする]),
             p(3,[X,OP_TYPE],[２次元配列,X,をプリントする]),
             p(4,[X,Y,OP_TYPE],[ファイル,X,に,Y,を,OP_TYPE,でプリントする]),
             p(5,[X,OP_TYPE],[X,の各値を,OP_TYPE,
                  で名前に続き各行にプリントする]),
             p(6,X,[X,の各値の見出し行をタブによりプリントする]),
             p(7,[X,OP_TYPE_LIST],[X,の各値を,OP_TYPE_LIST,
                  で一行にプリントする]), 
             p(8,S,[定記号列,S,をプリントする]),
             p(9,S,[定記号パターン列,S,をプリントする]),
             p(10,S,[定記号列,S,をリスト要素毎に改行してプリントする]),
             p(11,[S,X,OP_TYPE],[定記号列,S,と変項,X,を,OP_TYPE,
                  でプリントする]) ])],
    [head(和,sum),
       body([p(1,[X,Y,Z],[X,に,Y,を加えた結果を,Z,におく]),
             p(2,[OBJ,SUMOBJ],[OBJ,の和を,SUMOBJ,に求める]),
             p(3,[OBJ,C,SUMOBJ],
                 [２次元配列,OBJ,の第,C,列の和を,SUMOBJ,に求める]),
             p(4,[OBJ,FROM_C,TILL_C,ROW,SUMOBJ],
                 [２次元配列,OBJ,の,FROM_C,列から,TILL_C,列までの,ROW,
                  行の要素の和を,SUMOBJ,に求める]) ])],
    [head(平均値,av),
       body([p(1,[X,Y],[X,の平均値を,Y,に求める]),
             p(2,[X,C,Y],
                 [２次元配列,X,の第,C,列の平均値を,Y,に求める]) ])],
    [head(偏差値,dev),
       body([p(1,[OBJ,DEVOBJ],[OBJ,の偏差値を,DEVOBJ,に求める]),
             p(2,[OBJ,C,DEVOBJ],
               [２次元配列,OBJ,の第,C,列の偏差値を,DEVOBJ,に求める]) ])],
    [head(最大値を求める,max),
       body([p(1,[X,Y],[X,の最大値を,Y,に求める]),
             p(2,[X,C,Y],
                 [２次元配列,X,の第,C,列の最大値を,Y,に求める]) ])],
    [head(最小値を求める,min),
       body([p(1,[OBJ,MINOBJ],[OBJ,の最小値を,MINOBJ,に求める]),
             p(2,[OBJ,C,MINOBJ],
               [２次元配列,OBJ,の第,C,列の最小値を,MINOBJ,に求める]) ])],
    [head(返す,return),
       body([p(1,X,[X,を返す]) ])],
    [head(ブレークする,break),
       body([p(1,[],[ブレークする]) ])], 
    [head(設定する,set),
       body([p(1,[Y,X],set(Y,X)) ])],
    [head(計算する,comp),
       body([p(1,X,compute(X)),
             p(2,X,compute_list(X)) ])],
    [head(テストする,test),
       body([p(1,N,[N,は素数である]),
             p(1,Y,[Y,は閏年である]) ])],
    [head(乱数発生,random),
       body([p(1,[LOWER,UPPER,NUM,RAN,A],[LOWER,から,UPPER,までの一様乱数を,
                NUM,個,RAN,をseedとして発生し配列,A,に入れる]),
             p(2,[LOWER,UPPER,RAN,A],[LOWER,
                 から,UPPER,までの一様乱数を,RAN,をseedとして発生し,
                 N,行,M,列の２次元配列,A,に入れる]) ])],
    [head(ソート,sort),
       body([p(1,[A,ORD],[A,を,ORD,順に,ソートする]),
             p(2,[A,ORD],[２次元配列,A,を,ORD,順に第,K,




   body([
         p(1,'T',if('T'),c([if('T'),then,b('S'),end_if])),
         p(2,'T',if_else('T'),c([if('T'),then,b('S1'),else,b('S2'),end_if])),
         p(3,'OBJ_NAME',when('OBJ_NAME'),c([when('OBJ_NAME'),b('SP'),
                                           end_when_list])),
         p(4,'INDEX_NAME',case('INDEX_NAME'),c([case('INDEX_NAME'),b('SP'),
                                           end_case_list]))
])],
[head(繰り返す,repeat),
   body([
         p(1,['INDEX','INIT_VAL','TERM_VAL','STEP'],
         for(['INDEX','INIT_VAL','TERM_VAL','STEP']),
         c([for(['INDEX',を,'INIT_VAL',から,'TERM_VAL',まで,'STEP',
                  づつ変化しながら繰り返す]),b('SP'),end_for])),
         p(11,['A','I','S'],
         macro(['A','[A,[I]]','S','[A,[0]]']),
         c([macro(['A',のすべての要素,'[A,[I]]',に対して,'S',を更新しながら,
         繰り返す,ただし,'S',の初期値を,'[A,[0]]',とする]),
         b('SP'),end_macro])),
         p(12,['A','S','INIT'],
         for(['A','S','INIT']),
         c([for([キーボードからデータを変数,'A',に読み込み,'S',の計算更新を,
          'EOF',を読み込むまで繰り返す,
           ただし,'S',の初期値を,'INIT',とする]),b('SP'),end_for])),
         p(2,['INIT','REP_COND','STEP'],for(['INIT','REP_COND','STEP']),
             c([for([初期条件を,'INIT',とし,'STEP',の処理をしながら,'REP_COND',
                     の継続条件が成立する間繰り返す]),b('SP'),end_for])),
         p(3,'T',while('T'),
             c([while([条件,'T',が成立する間繰り返す]),b('SP'),end_while])),
         p(4,['X','T'],until(['X','T']),c([until(['X',を読み込み,'T',





   body([p(1,T,if(T),c([if(T),then,b(S),end_if])),
         p(2,T,if_else(T),c([if(T),then,b(S1),else,b(S2),end_if])),
         p(3,OBJ_NAME,when(OBJ_NAME),c([when(OBJ_NAME),b(SP),
                                           end_when_list])),
         p(4,INDEX_NAME,case(INDEX_NAME),c([case(INDEX_NAME),b(SP),
                                           end_case_list]))
])], 
[head(繰り返す,repeat),
   body([p(1,[INDEX,INIT_VAL,TERM_VAL,STEP],
             for([INDEX,INIT_VAL,TERM_VAL,STEP]), 
           c([for([INDEX,を,INIT_VAL,から,TERM_VAL,まで,STEP,づつ変化しながら,
              繰り返す]),b(SP),end_for])),
         p(11,[A,I,S],
         macro([A,[A,[I]],S,[A,[0]] ]),
         c([macro([A,のすべての要素,[A,[I]],に対して,S,を更新しながら,繰り返す,
           ただし,S,の初期値を,[A,[0]],とする]),b(SP),end_macro])),
         p(12,[A,S,INIT],
         for([A,S,INIT]),
         c([for([キーボードからデータを変数,A,に読み込み,S,の計算更新を,
          'EOF',を読み込むまで繰り返す,
           ただし,S,の初期値を,INIT,とする]),b(SP),end_for])),
         p(2,[INIT,REP_COND,STEP],for([INIT,REP_COND,STEP]),
           c([for([初期条件を,INIT,とし,STEP,の処理をしながら,REP_COND,
                  の継続条件が成立する間繰り返す]),b(SP),end_for])),
         p(3,T,while(T),
           c([while([条件,T,が成立する間繰り返す]),b(SP),end_while])),
         p(4,[X,T],until([X,T]),c([until([X,を読み込み,T,
              なる条件が成立するまで繰り返す]),b(SP),







        proc_sp_list(X),writelist_ic_nl(X),write(']).'),told.
sp_pic(N):-tell('pic.pl'),
        writelist([pic(N),':-pic_sp([start,']),
        proc_sp_list(X),writelist_ic_nl_pic(X),write(',sp_end]).'),told,









       retract(con(X)),assert(con(down)),
       retract(else(Y)),assert(else(n)).







arg(if(T)):-   
         write_symbol('-',3),
         level(L),L1 is L+1,retract(level(L)),assert(level(L1)),
         writelist(['<>---(IF:',T,')']),nl.
arg(ref):-   
         /* write_symbol('-',5),
          */  level(L),L1 is L+1,retract(level(L)),assert(level(L1)),
           retract(con(X)),assert(con(right)).
arg(shift):-write_symbol(' ',3),
         level(L),L1 is L+1,retract(level(L)),assert(level(L1)).
arg(case(ITEM)):-   
         write_symbol('-',3),
         level(L),L1 is L+1,retract(level(L)),assert(level(L1)),
         writelist(['<>---(CASE:',ITEM,')']),nl.
arg(item(ITEM)):-
         writelist([' ','(OF:',ITEM,')']),nl,
         level(L),space(IS),
         write_level_line(L),  
         L1 is L+1,retract(level(L)),assert(level(L1)),
         write_symbol('-',6),
         retract(con(X)),assert(con(right)).
arg(when(WHEN_ITEM)):-   
         write_symbol('-',3),
         level(L),L1 is L+1,retract(level(L)),assert(level(L1)),
         writelist(['<>---(WHEN:',WHEN_ITEM,')']),nl.
arg(cond(COND)):-
         writelist([' ','(COND:',COND,')']),nl,
         level(L),space(IS),
         write_level_line(L),  
         L1 is L+1,retract(level(L)),assert(level(L1)),
         write_symbol('-',6),
         retract(con(X)),assert(con(right)).
arg(then):-   
         write_symbol('-',1),write('then'),write_symbol('-',1),
         level(L),L1 is L+1,retract(level(L)),assert(level(L1)),
         retract(con(X)),assert(con(right)).
arg(while(T)):-
         write_symbol('-',2),
         level(L),L1 is L+1,retract(level(L)),assert(level(L1)),
         writelist(['（）--(WHILE:',T,')']),nl.
arg(for(T)):-
         write_symbol('-',2),
         level(L),L1 is L+1,retract(level(L)),assert(level(L1)),
         writelist(['（）--(FOR:',T,')']),nl.
arg(until(T)):-
         write_symbol('-',1),write('until'),write_symbol('-',1),
         level(L),L1 is L+1,retract(level(L)),assert(level(L1)),
         writelist(['（）-?:',T]),nl.
arg(P):-writelist(['--:',P]),nl.
statement_p(else):-retract(else(YN)),assert(else(y)), 
         level(L),L1 is L-1,retract(level(L)),assert(level(L1)),
         level(L1),write_level_line(L1),nl,
         write_level_line(L1),
         write_symbol('-',1),write('else'),write_symbol('-',1),
         level(L1),L2 is L1+1,retract(level(L1)),assert(level(L2)),
         retract(con(X)),assert(con(right)).
statement_p(end_if):-level(L),
  (else(y),L2 is L-2,retract(level(L)),assert(level(L2)),
   retract(else(y)),assert(else(n));
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  level(L),L1 is L-1,retract(level(L)),assert(level(L1)).
statement_p(end_when):-level(L),L1 is L-1,retract(level(L)),assert(level(L1)).
statement_p(end_when_list):-









  level(L),L1 is L+1,retract(level(L)),assert(level(L1)).
statement_p(P):-level(L),space(IS),
 (con(right),arg(P),retract(con(right)),assert(con(down));
  write_level_line(L),nl,write_level_line(L),arg(P)).  
write_level_line(N):-write('|'),write_level_line_seq(N).
write_level_line_seq(N):-N>0,N1 is N-1,space(IS),
               write_symbol(' ',IS),write('|'),write_level_line_seq(N1).
write_level_line_seq(0).












         /* チェック入力 */
/*  （）《》【】＠○◎□△▽※①［］〔〕『』 「」   */
add:-read(X),tm(TM),retract(tm(TM)),assert(tm([X|TM])).






           start,
           [a,を読む],
           if(a>0),
           then,
             [a,をプリントする],
           end_if,
           end
          ]).
q6:-pic_sp_e([
           start,
           [a,を読む],
           if(a>0),
             then,
              [a,をプリントする],
           end_if,
           end
     ]).
q7:-pic_sp_p([
           start,
           [a,を読む],
           if(a>0),
             then,
              [a,をプリントする],
           end_if,
           end
     ]).
q8:-je(for([n1,から,n2,までの,i,に対して]),X),write(X).
q9:-pic_sp([
           start,
           [a,を読む],
           while(a>0),
              [a,をプリントする],
           end_while,
           end
     ]).
q10:-pic_sp([
           start,
           [a,を読む],
           for('i=0から i<nまで i++して繰り返す'),
              if('x!=eof'),
                then,
                  comp('a+=x'),
              end_if,
              [a,をプリントする],
           end_for,
           end
     ]).
q11:-pic_sp([
           start,
           [a,を読む],
           for('i=0から i<nまで i++して繰り返す'),
              if('x!=eof'),
                 then,comp('a+=x'),comp('b+=y'),
              else,
                comp('c+=z'),
              end_if,
              [a,をプリントする],
           end_for,
           end
     ]).
q12:-pic_sp([start,
           [プロンプトにより,n,を読み込む],
            if(n<10),
               then,
                  compute(kingaku=300*n),
               else,
                  compute(kingaku=3000+270*(n-10)),
            end_if,
            [kingaku,をプリントする],
            end]).  
q13:-pic_sp([start,
           [プロンプトにより,kosuu,を読み込む],
                             [プロンプトにより,shotoku,を読み込む],
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                             [shotoku,の平均値をav_,shotoku,に求める],
                             [av_shotoku,をプリントする],
                             [shotoku,の最大値をmax_,shotoku,に求める],
                             [max_shotoku,をプリントする],
            end]).
writelist_hc_nl_pic([H|T]):-






/*  *************   *************   addition   *************   ***********  */
/*       変更点，構造化図上で修正（挿入）ができるようになった．
    rep_sp(Key) で作成した仕様を rep(N) (N は文番号) で
        入れ換える．
     修正箇所には ******* addition ******** をコメントしてある．
      （検索キーに指定すれば，OK．）
         また，構造化図は  spec_all.pic が  全体 の構造化図
                           spec_ctr.pic が 制御文の構造化図
                           r_sp_all.pic が 修正用の構造化図
         但し，制御文のファイル表示は再規定な定義のため ネストは不可？
*/
/* ２．スペックのファイルへのセーブ、整備、表示 (addition)  */
pic_head_rep(N):-tell('pic_rep.pl'),
        writelist([pic(N),':-pic_sp([start,']).
/* ３．１ ｇｒｏｂａｌ文 スペック   addition   */
glbl(X,[GL_SP]):-write('対応するキ ワーードが存在しないため、拡張モジュールとして入力しますか。
1/0'),
       read(COND),(COND=:=1,nl,write('【拡張モジュー ル入力】 : '),write(X),nl,
   (read(GL_SP))).
/* ４．手続き文の検索と指定  (addition)  */
add_sp(X):-(retrc(X,XC),spc(XC,CUR_SP);spc(X,CUR_SP);sp(X,CUR_SP);glbl(X,CUR_SP)), 
        sp_all(SP_ALL),append(SP_ALL,[CUR_SP],N_SP_ALL),
        retract(sp_all(SP_ALL)),assert(sp_all(N_SP_ALL)),
        pic_num(N2),pic_head(N2),
        sp_all(N_SP_ALL),
        expand_list(N_SP_ALL),nl,
        pic_end,
        write('これまでのspecを図示しますか。1/0'),read(COND),(COND=:=1,
        tell('spec_all.pic'),draw_pic,told;write(' ')).
                                               /*   ***   addition   ***  */
rep_sp(X):-
       (retrc(X,XC),spc(XC,CUR_SP);spc(X,CUR_SP);sp(X,CUR_SP);glbl(X,CUR_SP)),
        rep_sp_add(REP_SP_ADD),append(REP_SP_ADD,[CUR_SP],N_REP_SP_ADD),
        retract(rep_sp_add(REP_SP_ADD)),assert(rep_sp_add(N_REP_SP_ADD)),
        pic_num(N2),pic_head_rep(N2),
        rep_sp_add(N_REP_SP_ADD),
        expand_list(N_REP_SP_ADD),nl,
        pic_end,
        write('これまでのspecを図示しますか。1/0'),read(COND),(COND=:=1,
        tell('r_sp_all.pic'),draw_pic,told_rep;write(' ')).
replace(1,X,[H|T],[X|T]).
replace(N,X,[Y|L],[Y|XL]):-N>1 -> N1 is N-1,replace(N1,X,L,XL).
rep(N):-sp_all(SP_ALL),rep_sp_add(REP_SP_ADD),
replace(N,REP_SP_ADD,SP_ALL,N_SP_ALL),
        retract(sp_all(SP_ALL)),assert(sp_all(N_SP_ALL)),
        pic_num(N2),pic_head(N2),
        sp_all(N_SP_ALL),
        expand_list(N_SP_ALL),nl,
        pic_end,
        write('これまでのspecを図示しますか。1/0'),read(COND),(COND=:=1,
        tell('spec_all.pic'),draw_pic,told;write(' ')),
        write('置き換えたspecをクリアします。1/0'),read(COND),(COND=:=1,
        r_rep;write('   r_rep でクリア'),nl).
r_rep:-retract(rep_sp_add(REP_SP_ADD)).
/*  *** addition ** sp_all のｎ番目の項目を rep_sp_add で置き換える。*****  */
/*  replace(N,X,L,Y).    リストＬの第Ｎリスト要素をＸで置き換えた結果がＹ   */
replace(1,X,[H|T],[X|T]).
replace(N,X,[Y|L],[Y|XL]):-N>1 -> N1 is N-1,replace(N1,X,L,XL).
/**** addition ** sp_all のｎ番目の項目を rep_sp_add で置き換える。******/
rep(N):-sp_all(SP_ALL),rep_sp_add(REP_SP_ADD),
        retract(sp_all(SP_ALL),
replace(N,REP_SP_ADD,SP_ALL,N_SP_ALL),
assert(sp_all(N_SP_ALL))
        write('置き換えたspecをクリアします。1/0'),read(COND),(COND=:=1,
        retract(rep_sp_add(REP_SP_ADD));write('   r_rep. でクリア'),nl).
        write('これまでのspecを図示しますか。1/0'),read(COND),(COND=:=1,
        tell('spec_all.pic'),draw_pic,told;write(' ')).




/* プログラムの生成   */
system('stdio.h').
help:-
   write('初めに ac↓ 入力'),nl,
   write('Ｃプログラムへの変換'),nl,
   write(' MPR,       MDT        のﾌﾟﾛｾｼﾞｭｱ・ﾌｧｲﾙ とﾃﾞｰ ﾀ・ﾌｧｲﾙ に対しては'),nl,
   write(' cons_main(MPR,MDT).↓ に続いて, cg_main(NUM).↓ と入力.'),nl,nl,
   write(' main_pr,   main_dt    のﾌﾟﾛｾｼﾞ ｭｱ・ﾌｧｲﾙ とﾃﾞ ﾀｰ・ﾌｧｲﾙ に対しては'),nl,
   write(' cons_main.↓         に続いて,  cg_main(NUM).↓  と入力 '),nl,nl,
   write('                       してプログラムに変換する。'),nl,
   write(' 問題番号 NUMは    13,14,15,16,17,18,19,20'),nl,
   write(' 問題番号が変わる度に    ra.↓を入力'),nl.
/* ４．手続き文の検索と指定 */
retr(H2,STX):-
           dict4_retr(DICT4),member([head(H1,H2),body(T)],DICT4),
           writelist_nl(T),
          write('適用しようとする命令やモジュー ルがなければ 0 を
                あれば番号を入力して下さい。'),
          read(N),(N=:=0;
                   member(p(N,X,ST),T),nl,
                   writelist_nl([ST,X]),nl,
                   writelist([変数列,X,を決める。]),




               回繰り返し読み込む]).
qproc2:-proc2([構造体配列,item1,にkbから,index,を用いて,n,
               回繰り返し読み込む]).






           dict4(DICT4),member([head(H1,H),body(T)],DICT4),









               をキーとして,'ORDER',順にソートする]),
  p(6,['FILE,N,COND,RETR_AR'],['N',個のﾚｺｰﾄﾞをもつ,'FILE',から,条件,'COND',
               を満たす構造体を表示し構造体配列,'RETR_AR',にコピーする]),
  p(7,['FILE,N,VAL,STRUCT'],['N',個のﾚｺｰﾄﾞをもつ,'FILE',を,メンバの値,'VAL',
               に対して条件,'CODE_LIST',を満たすﾀｸ ,ﾞ'STRUCT',









              ORDER,順にソートする]),
  p(6,[FILE,N,COND,RETR_AR],[N,個のﾚｺｰﾄﾞをもつ,FILE,から,条件,COND,
              を満たす構造体を表示し構造体配列,RETR_AR,にコピーする]),
  p(7,[FILE,N,VAL,STRUCT],[N個のﾚｺｰﾄﾞをもつ,FILE,を,メンバの値,VAL,
              に対して条件,CODE_LIST,を満たすﾀｸ ,ﾞSTRUCT,
              の構造体のデー タ部分を表示し更新する]) ])] ]).
statement([jp([構造体配列,A,にkbから,N,回繰り返し読み込む],
             gen_funct(read_struct_array(A,N)) )]).
statement([jp([構造体配列,A,に,FILE,から,N,回繰り返し読み込む], 
             gen_funct(readfile_struct_array(FN,NAME,SIZE)) )]).
statement([jp([構造体配列,A,から,displayに,N,回繰り返し書き出す],
             gen_funct(print_struct_array(A,N)) )]).
statement([jp([構造体配列,A,から,FILE,に,N,回繰り返し書き出す],
             gen_funct(printfile_struct_array(A,N,FILE)) )]).
statement([jp([大きさ,N,の構造体配列,A,を,KEY_ITEM,をキーとして,
             ORDER,順にソートする],
             gen_funct(sort_struct_array_a(A,N,KEY,ORDER)) )]).
statement([jp([N,個のﾚｺｰﾄﾞをもつ,FILE,から,条件,COND,
            を満たす構造体を表示し構造体配列,RETR_AR,にコピーする],
            gen_funct(retrfile_to_str_parr(FILE,N,COND,RETR_AR)) )]).
statement([jp([N個のﾚｺｰﾄﾞをもつ,FILE,を,メンバの値,VAL,に対して条件,CODE_LIST,
            を満たすﾀｸ ,ﾞSTRUCT,の構造体のデー タ部分を表示し更新する],
            gen_funct(updatefile_from_trans(FILE,N,STRUCT,CODE_LIST,VAL)) )]).
qupdt_m:-gen_funct(updatefile_from_trans(ret1,n,meibo,
                   ['strcmp(tmp.name,cn)','==',0],cn)).
gen_funct(read_struct(NAME)):-obj([name(NAME),type(struct(STRUCT))]),
            struct_member(STRUCT,L),
            writelist(['void   read_struct(struct,',STRUCT,',',NAME,');']),nl,


















  writelist(['void   read_struct_array(struct ',STRUCT,' ',NAME,'[],int ',SIZE,
  ')']);




    [SIZE,int]] ]), begin_body, var_def([[i,int]]), 
  [for,[i,を,0,から,SIZE-1,まで,1,づつ変え繰り返す]],
    [構造体タグ,STRUCT,の構造体の配列要素,[NAME,[i]],に読む込む],
  end_for,end_body. */
  type_decl(int,[i]),
  (point_var(0),c(for(i,minus(SIZE,1),1,c(read_struct(NAME,i)) ));
                c(for(i,minus(SIZE,1),1,
                 [read_struct(NAME),increase(NAME)] )) ),




  writelist(['void   readfile_struct_array(char *',FN,',
              struct ',STRUCT,' ',NAME,'[],int ',SIZE,')']);
  writelist(['void   readfile_struct_array(char *',FN,',
              struct ',STRUCT,' *',NAME,',int ', SIZE,')'])),
  write('{'),nl,add_sp,
  type_decl('FILE',[' *fp']),type_decl(int,[i]),
  file_open(FN,fp,'"r"'),
  (point_var(0),c(for(i,minus(n,1),1,c(readfile_struct(fp,NAME,i)) ));
                c(for( i,minus(n,1),1,
                     [readfile_struct(fp,NAME),increase(NAME)] )) ),
  subt_sp,write_sp,write('}'),nl.
/* funct_def([[readfile_struct_array,void],
              [[FN,'char*'],[STRUCT,struct],[[NAME,[]],STRUCT],[SIZE,int]] ]), 
   begin_body, var_def([['*fp',FILE],[i,int]]), 
     [fp,により,FN,を,read,用にオープンする],
     [for,[i,を,0,から,SIZE-1,まで,1,づつ変え繰り返す]],
       [fp,を用いてﾌｧｲﾙから構造体の配列要素,[NAME,[i]],に読む込む],




type_decl(TYPE,OBJLIST):-write_sp,writelist([TYPE,'      ']),
                      writelist_ic(OBJLIST),write(';'),nl.   
struct_type_decl(TYPE,OBJLIST):-write_sp,writelist(['struct  ',TYPE,'   ']),
                      writelist_ic(OBJLIST),write(';'),nl.   
struct_type_def(STRUCT):-obj([name(X),type(struct(STRUCT))]),
                     struct_member(STRUCT,L),write_sp,
                     writelist(['struct   ',STRUCT,'{']),nl,add_sp,
                     write_struct_def_list(L),subt_sp,write_sp,write('};'),nl.
write_struct_def_list([[HN,HT]|T]):-
                     write_struct(HN,HT),write_struct_def_list(T).
write_struct_def_list([]).
write_struct([HN,[N]],string):-write_sp,writelist(['char   ',HN,[N],';']),nl.
write_struct(HN,HT):-write_sp,writelist([HT,'   ',HN,';']),nl.
c(read_struct(X,I)):-obj([name(X),type(struct(STRUCT))]),
                     struct_member(STRUCT,L),
                     c(read_memberlist(X,I,L)).
c(readfile_struct(FILE_PNTR,X,I)):-obj([name(X),type(struct(STRUCT))]),
                     struct_member(STRUCT,L),
                     c(readfile_memberlist(FILE_PNTR,X,I,L)).
c(read_struct(X)):-obj([name(X),type(struct(STRUCT))]),struct_member(STRUCT,L),
                   c(read_memberlist(X,L)).
c(read_struct(STRUCT,X)):-obj([name(X),type(struct(STRUCT))]),
                   struct_member(STRUCT,L),c(read_memberlist(X,L)).
c(readfile_struct(FILE_PNTR,X)):-obj([name(X),type(struct(STRUCT))]),
                     struct_member(STRUCT,L),
                   c(readfile_memberlist(FILE_PNTR,X,L)).
c(readfile_struct(FILE_PNTR,STRUCT,X)):-obj([name(X),type(struct(STRUCT))]),
                     struct_member(STRUCT,L),
                   c(readfile_memberlist(FILE_PNTR,X,L)).
c(read_memberlist(X,I,[[HN,HT]|T])):-c(prompt_read_member([X,I,HN],HT)),
                                     c(read_memberlist(X,I,T)).
c(read_memberlist(X,I,[])).
c(readfile_memberlist(FILE_PNTR,X,I,[[HN,HT]|T])):-
                            c(readfile_member(FILE_PNTR,[X,I,HN],HT)),
                                     c(readfile_memberlist(FILE_PNTR,X,I,T)).
c(readfile_memberlist(FILE_PNTR,X,I,[])).
c(prompt_read_member([X,I,MEM],TYPE)):-lang(c),
    /*  included('stdio.h'),  */
    write_sp,writelist(['printf("',X,'[',I,'].',MEM,'= in ' ,TYPE,' ");']),nl,
              c(read_member([X,I,MEM],TYPE)).
c(read_member([X,I,MEM],TYPE)):-lang(c),
           /* included('stdio.h'),*/
           ptype(TYPE,PTYPE),
           write_sp,writelist(['scanf("',PTYPE,'",']),
           write_type_struct_obj(TYPE,[X,I,MEM]),write(');'),nl.
c(readfile_member(FILE_PNTR,[X,I,MEM],TYPE)):-lang(c),
            /* included('stdio.h'),*/
           ptype(TYPE,PTYPE),
           write_sp,writelist(['fscanf(',FILE_PNTR,',"',PTYPE,'",']),
           write_type_struct_obj(TYPE,[X,I,MEM]),write(');'),nl.
c(read_memberlist(X,[[HN,HT]|T])):-c(prompt_read_member([X,HN],HT)),
                                   c(read_memberlist(X,T)).
c(read_memberlist(X,[])).
c(readfile_memberlist(FILE_PNTR,X,[[HN,HT]|T])):-
                                 c(readfile_member(FILE_PNTR,[X,HN],HT)),
                                   c(readfile_memberlist(FILE_PNTR,X,T)).
c(readfile_memberlist(FILE_PNTR,X,[])).
c(prompt_read_member([X,MEM],TYPE)):-lang(c), 
            /* included('stdio.h'),*/
          write_sp,writelist(['printf("',X,'->',MEM,'= in ' ,TYPE,' ");']),nl,
               c(read_member([X,MEM],TYPE)).
c(read_member([X,MEM],TYPE)):-lang(c),
           /* included('stdio.h'), */
           ptype(TYPE,PTYPE),
           write_sp,writelist(['scanf("',PTYPE,'",']),
           write_type_struct_obj(TYPE,[X,MEM]),write(');'),nl.
c(readfile_member(FILE_PNTR,[X,MEM],TYPE)):-lang(c), 
           /* included('stdio.h'), */
           ptype(TYPE,PTYPE),
           write_sp,writelist(['fscanf(',FILE_PNTR,',"',PTYPE,'",']),
           write_type_struct_obj(TYPE,[X,MEM]),write(');'),nl.
write_type_struct_obj(int,[X,MEM]):-(point_var(0),
           writelist(['&(',X,'.',MEM,')']); writelist(['&(',X,'->',MEM,')']) ).
write_type_struct_obj(float,[X,MEM]):-(point_var(0),
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           writelist(['&(',X,'.',MEM,')']); writelist(['&(',X,'->',MEM,')']) ).
write_type_struct_obj(char,[X,MEM]):-(point_var(0),
           writelist(['&(',X,'.',MEM,')']); writelist(['&(',X,'->',MEM,')']) ).
write_type_struct_obj(string,[X,[MEM,[N]]]):-(point_var(0),
           writelist([X,'.',MEM]); writelist([X,'->',MEM]) ).
write_type_struct_obj(string,[X,MEM]):-(point_var(0),
           writelist([X,'.',MEM]); writelist([X,'->',MEM]) ).
write_type_struct_obj(int,[X,I,MEM]):-writelist(['&(',X,'[',I,'].',MEM,')']).
write_type_struct_obj(float,[X,I,MEM]):-















           spec(SP),add_spec(NEXT_SP,SP,NEW_SP),prog(NEW_SP).
struct_member(meibo,[[[name,[20]],string],[code,int],[age,int],









  writelist(['void print_struct_array(struct ',STRUCT,' ',NAME,'[],int ',SIZE,
  ')']);





  (point_var(0),c(for(i,minus(n,1),1,c(print_struct(NAME,i)) ));
               c(for(i,minus(n,1),1,
                [print_struct(NAME),increase(NAME)] )) ),
               subt_sp,write_sp,write('}'),nl. 
/* funct_def([[print_struct_array,void],
              [[STRUCT,struct],[[NAME,[]],STRUCT],[SIZE,int]] ]), 
   begin_body, var_def([[i,int]]), 
     [NAME,の表の見出しをプリントする],
     [for,[i,を,0,から,SIZE-1,まで,1,づつ変え繰り返す]],
       [構造体の配列要素,[NAME,[i]],をプリントする],




  writelist(['void printfile_struct_array(struct ',STRUCT,' ',NAME,
               '[],int ',SIZE,',char *',FN,')']);
  writelist(['void printfile_struct_array(struct ',STRUCT,' *',NAME,




                     c(writefile_struct(fp,NAME,i)) )) ;  
                c(for(i,minus(n,1),1,
                     [writefile_struct(fp,NAME),increase(NAME)] ))  ),
  subt_sp,write_sp,write('}'),nl. 
  file_open(FN,FL_PNTR,RW):-write_sp,
                writelist([FL_PNTR,'=fopen(',FN,',',RW,');']),nl.
/* funct_def([[printfile_struct_array,void],
              [[STRUCT,struct],[[NAME,[]],STRUCT],[SIZE,int],[FN,'char*']] ]), 
   begin_body, var_def([['*fp',FILE],[i,int]]), 
     [fp,により,FN,を,write,用にオープンする],
     [for,[i,を,0,から,SIZE-1,まで,1,づつ変え繰り返す]],
       [fp,を用いてﾌｧｲﾙに構造体の配列要素,[NAME,[i]],を書き出す],
     end_for,end_body. */
c(print_struct(X,I)):-obj([name(X),type(struct(STRUCT))]),
                  struct_member(STRUCT,L),c(print_memberlist(X,I,L,NAME,TYPE)),
                  c(print_struct_list(X,TYPE,NAME)).
c(writefile_struct(FP,X,I)):-obj([name(X),type(struct(STRUCT))]),
                  struct_member(STRUCT,L),c(print_memberlist(X,I,L,NAME,TYPE)),
                  c(writefile_struct_list(FP,X,TYPE,NAME)).
c(print_memberlist(X,I,[[HN,HT]|T],[[[X,[I]],'.',HN]|TN],[HT|TT])):-
              c(print_member(X,I,[HN,HT],[[X,[I]],'.',HN],HT)),




    struct_member(STRUCT,L),c(print_memberlist(X,L,NAME,TYPE)),
    c(print_struct_list(X,TYPE,NAME)).
c(print_struct(X)):-obj([name(X),type(struct(STRUCT))]),
    struct_member(STRUCT,L),c(print_memberlist(X,L,NAME,TYPE)),
    c(print_struct_list(X,TYPE,NAME)).
c(writefile_struct(FP,X)):-obj([name(X),type(struct(STRUCT))]),
                  struct_member(STRUCT,L),c(print_memberlist(X,L,NAME,TYPE)),
                  c(writefile_struct_list(FP,X,TYPE,NAME)).
c(writefile_struct(FP,STRUCT,X)):-obj([name(X),type(struct(STRUCT))]),
                  struct_member(STRUCT,L),c(print_memberlist(X,L,NAME,TYPE)),
                  c(writefile_struct_list(FP,X,TYPE,NAME)).
c(print_memberlist(X,[[HN,HT]|T],[[X,HN]|TN],[HT|TT])):-
              c(print_member(X,[HN,HT],[X,'.',HN],HT)),




    lang(c),  
     /*  included('stdio.h'), */
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    write_sp,write('printf("'),
    (table_data_format(X,P_DATAFORM),writelist(P_DATAFORM);
      std_print_ptype_list(TYPE_LIST,PTYPE_LIST),writelist(PTYPE_LIST)),
     write('¥n"'),writelist_list_hc_nl_a(OBJ_LIST),write(');'),nl.
c(writefile_struct_list(FP,X,TYPE_LIST,OBJ_LIST)):-
    lang(c), 
    /* included('stdio.h'), */
     write_sp,writelist(['fprintf(',FP,',"']),
    (table_data_format(X,P_DATAFORM),writelist(P_DATAFORM);
     ptype_list(TYPE_LIST,PTYPE_LIST),writelist(PTYPE_LIST)),
     write('¥n"'),writelist_list_hc_nl_a(OBJ_LIST),write(');'),nl.
writelist_list_hc_nl_a([H|T]):-
    write(','),(write_struct_obj(H);writelist(H);write(H)),
                             writelist_list_hc_nl_a(T).
writelist_list_hc_nl_a([]).
write_struct_obj([X,[Y,[N]]]):-(write(X);writelist(X)),
                  (point_var(0),writelist(['.',Y]);writelist(['->',Y])).
write_struct_obj([X,Y]):-(write(X);writelist(X)),






                  obj([name(X),type(struct(STRUCT))]),struct_member(STRUCT,NT),
                  write_sp,write('printf("'),writelist(L),write('¥n"'),
                  member_name_list(NT,NAMELIST),
                  writelist_hc_dquote(NAMELIST),write(');'),nl.
writelist_hc_dquote([[H,[N]]|T]):-writelist([',"',H,'"']),



















  write_sp,writelist(['void   srt_struct_array(struct ',STRUCT,' ',NAME,'[]',
                      ',int ',SIZE,')']);
  write_sp, writelist(['void   srt_struct_array(struct ',STRUCT,' *',NAME,
                      ',int ',SIZE,')'])),
  write('{'),nl,add_sp,
    type_decl(char,['tmp[20]']),
    type_decl(int,[i,m,tmp_num]),
   (point_var(0),nl,sort_struct_array(NAME,i,L,SIZE,KEY_N);
    sort_struct_array(NAME,i,L,SIZE,KEY_N)),
   subt_sp,write_sp,write('}'),nl.
/* funct_def([[srt_struct_array,void],
              [[STRUCT,struct],[[NAME,[]],STRUCT],[SIZE,int] ] ]), 
   begin_body, var_def([['tmp[20]',char],[[i,m,tmp_num],int]]), 
     [添字,i,ﾒﾝﾊﾞﾘｽﾄ,L,をもち大きさ,SIZE,の構造体配列,NAME,を,KEY_N,
   をキー として,ソートする],




  write_sp,writelist(['void   srt_struct_array(struct ',STRUCT,' ',NAME,'[]',
                     ',int ',SIZE,',int ',ORDER,')']),
  write('{'),nl,add_sp,
    type_decl(char,['tmp[20]']),
    type_decl(int,[i,m,tmp_num]),
    sort_struct_array_a(NAME,i,L,SIZE,KEY_N,ORDER),
    subt_sp,
    write_sp,write('}'),nl.
sort_struct_array(X,I,L,SIZE,KEY_N):-
              c(for(conv([m,'=',minus(SIZE,1)]),conv([m,'>=',1]),step([m,-1]),
                    for(conv([I,'=',0]),conv([I,'<',m]),step([I,1]),
                    sort_struct(X,I,L,KEY_N) )) ).
sort_struct_array_a(X,I,L,SIZE,KEY_N,ORDER):-
              c(for(conv([m,'=',minus(SIZE,1)]),conv([m,'>=',1]),step([m,-1]),
                    for(conv([I,'=',0]),conv([I,'<',m]),step([I,1]),





                  proc_list(X),nl,
                  subt_sp,write_sp,write('}'),nl.
c(if(conv(T),X1,X2)):-write_sp,write('if('),conv(T),write('){'),nl,add_sp,
                  proc_list(X1),
                  subt_sp,write_sp,write('} else {'),nl,add_sp,
                  proc_list(X2),






           ( member([[KEY_N,[S]],string],L),
             c(if(conv(greater(t(strcmp([X,I,KEY_N],[X,nxt(I),KEY_N])),t(0))),
             swaplist(X,I,nxt(I),L)));
             c(if(conv(greater(t([X,I,KEY_N]),t([X,nxt(I),KEY_N]))),
             swaplist(X,I,nxt(I),L))) ).
c(sort_struct_a(X,I,L,KEY_N,ORDER)):-
            c(if(conv(equal(ORDER,1)),
            if(conv(greater(t(strcmp([X,I,KEY_N],[X,nxt(I),KEY_N])),t(0))),
             swaplist(X,I,nxt(I),L) ),
            if(conv(smaller(t(strcmp([X,I,KEY_N],[X,nxt(I),KEY_N])),t(0))),











             swap(X,I,J,LNH,LTH),





















      c(if(conv(greater(t(strcmp([item1,i,name],[item1,nxt(i),name])),t(0))),





                                    [number,int]]))).
qgrtrn:-conv(greater( t(strcmp([item,i,'name[]'],[item,nxt(i),'name[]'])),
                      t(0) )).
qgrtri:-conv(greater( t([item,i,number]),







  writelist(['int   retrfile_to_str_parr(char  *',FN,',int ',SIZE,
             ',struct ',STRUCT,' ',RETR_AR,'[])']);
  writelist(['int   retrfile_to_str_parr(char  *',FN,',int ',SIZE,
             ',struct ',STRUCT,' *',RETR_AR,')'])),






  obj([name(tmp),type(struct(STRUCT)) ]),
  (point_var(0),set(j,0),
  c(for(i,minus(SIZE,1),1,
    [readfile_struct(fp,STRUCT,tmp),
      if(conv(RETR_COND), [print_struct(STRUCT,tmp),
      copy_struct_array(tmp,RETR_AR),  
         add(j,1),add(cnt,1)]) ]));
  c(for(i,minus(SIZE,1),1,
    [readfile_struct(fp,STRUCT,tmp),
      if(conv(RETR_COND), [print_struct(STRUCT,tmp),
      copy_struct_array(tmp,RETR_AR),








             obj([name(STR_NAME),type(struct(STRUCT))]),
             obj([name(ARRAY_NAME),type(struct(STRUCT))]),
             struct_member(STRUCT,L),
             copy_list(STR_NAME,ARRAY_NAME,L),pointer_add(ARRAY_NAME).
copy_list(STR,ARRAY,[[HN,HT]|T]):-
            copy(STR,ARRAY,[HN,HT]),copy_list(STR,ARRAY,T).
copy_list(STR,ARRAY,[]).
copy(STR,ARRAY,[[HN,[S]],string]):-(point_var(0),
      write_sp,writelist(['strcpy(',ARRAY,'[j].',HN,',',STR,'.',HN,');']);
      write_sp,writelist(['strcpy(',ARRAY,'->',HN,',',STR,'->',HN,');'])),
nl.
copy(STR,ARRAY,[HN,TX]):-(point_var(0),
      write_sp,writelist([ARRAY,'[j].',HN,'=',STR,'.',HN,';']);








                   ['strcmp(tmp.name,cn)','==',0],cn)).
qupdt_m:-gen_funct(updatefile_from_trans(ret1,n,meibo,






  writelist(['int updatefile_from_trans(char *',FN,',int ',SIZE,',char *cn)']);
 writelist(['int updatefile_from_trans(char *',FN,',int ',SIZE,',char *cn)'])),






  obj([name(tmp),type(struct(STRUCT)) ]),
  (point_var(0),
  c(for(i,minus(SIZE,1),1,
      [tell_flpt_val(fp,fp_val),readfile_struct(fp,STRUCT,tmp),
      if(conv(CODE_LIST), 
       [print_struct(STRUCT,tmp),read_struct(STRUCT,tmp),
        seek_flpt(fp,fp_val,0),
        writefile_struct(fp,STRUCT,tmp)]) ]));
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  c(for(i,minus(SIZE,1),1,
      [tell_flpt_val(fp,fp_val),readfile_struct(fp,STRUCT,tmp),
      if(conv(CODE_LIST), 
       [print_struct(STRUCT,tmp),read_struct(STRUCT,tmp),
        seek_flpt(fp,fp_val,0),
        writefile_struct(fp,STRUCT,tmp)]) 









    body([
         p(0,[[FUNCT_NAME,FUNCT_TYPE],PNAME_PTYPE_PAIRLIST],
             funct_head([[FUNCT_NAME,FUNCT_TYPE],PNAME_PTYPE_PAIRLIST])),
         p(1,OBJ_TYPE_PAIRLIST,obj_type_pairlist(OBJ_TYPE_PAIRLIST)),
         p(2,REP,rep(REP)),
         p(3,INDEX,index(INDEX)),
         p(31,VAR_INITVAL_PAIRINITLIST,
              var_initval_pairlist(VAR_INITVAL_PAIRLIST)),
         p(32,PRE_PROC,pre_proc(PRE_PROC)),
         p(331,REPETITION_COND,repetition_cond(REPETITION_COND)),
         p(332,TERMINATION,termination(TERMINATION)),
         p(34,REP_UPDATE,rep_update(REP_UPDATE)),
         p(4,PROC_LIST,rep_proc_list(PROC_LIST)),
         p(5,POST_PROC,post_proc_list(POST_PROC)),
         p(6,VAR_VAL,return(VAR_VAL))
       ])] ]).
spec_list([
         funct_head([sum_a,float],[['a[]',float]]),
         obj_type_pairlist([[[sum,'a[]'],float] ]),
         rep(while),index(i),
         var_initval_pairlist([[sum,0],[i,0]]),
         pre_proc(PRE_PROC),
         repetition_cond('a[i]>=0'),
         termination(TERMINATION),
         rep_update(compute('i+=1')),
         rep_proc_list( compute(sum=sum+'a[i]') ),
         post_proc_list([ print(sum) ]),
         return(sum) ]).
funct_head([FUNCT_NAME,FUNCT_TYPE],PNAME_PTYPE_PAIRLIST):-
   write_sp,writelist([FUNCT_TYPE,'   ',FUNCT_NAME,'(']),












































































                             writelist_list_hc_nl(T).
writelist_list_hc_nl([]).
writelist_list_hc_nl_a([H|T]):-write(','),nl,(writelist(H);write(H)),
                             writelist_list_hc_nl_a(T).
writelist_list_hc_nl_a([]).
writelist_list_ic_nl([H|T]):-(writelist_ic_nl(H);write(H)),




             writelist_ic_nl(R_SPEC). 
write_pic_spec1:-ret_pic_sp(SPEC),reverse(SPEC,R_SPEC),
             writelist_ic_nl(R_SPEC). 
write_spec2:-ret_sp(SPEC),reverse(SPEC,R_SPEC),
             writelist_list_ic_nl(R_REC).
/*    ３．１ 仕様の概要  */
fd_gen(N):-spec([N,fd],[[FN,FT],ARGLIST]),writelist([FT,'    ',FN,'(']),








      write_sp,writelist([HT,' ']),(writelist_ic(HN);write(HN)),write(';'),nl,
      var_decl(T).
var_decl([]).
pre_genc(FN,N,FNC):-[FN],spec([N,all],[FD,VD,PROC]),tell(FNC),
               write(cg(N)),write(':-proc_list(['),preconv_list(PROC),








             spec([N,proc],PROC),tell(tmp),write(cg(N)),write(':-proc_list(['),
             preconv_list(PROC),write(']).'),told,[tmp],cg(N),end_body.
read_spec(FN,N):-[FN],spec([N,all],[FD,VD,PROC]),
      ra_a(spec([N,fd],X),spec([N,fd],FD)),
      ra_a(spec([N,vd],Y),spec([N,vd],VD)),




               write(cg(N)),write(':-proc_list(['),preconv_list(PROC),




















prog(spec(NUM)):-lang(c),     obj_list(spec(NUM)),
                 main_head,process(spec(NUM)),main_end.
prog(spec(NUM)):-lang(cob),obj_list(spec(NUM)),
                 id_env_division,data_division(spec(NUM)),process(spec(NUM)).
argl_decl([H|T]):-arg_decl(H),argl_decl(T).
argl([]).









    retract(type_member(float,FLOAT)),assert(type_member(float,[])),
    retract(type_member(char,CHAR)),assert(type_member(char,[])),
    retract(include(INC)),assert(include([])).
/*  ３．２ Ｃの型宣言作成部 */
obj([name(NAME),type(TYPE),rem(REM)]):-lang(c),
          assert(p_obj([name(NAME),type(TYPE)])),
          assert(obj_type(NAME,TYPE)),
          type_member(TYPE,MEMBER),
          (member(NAME,MEMBER);
          add_type_entity(NAME,TYPE,MEMBER)).
obj([name_list([H_NAME|T_NAME]),type(TYPE),rem(REM)]):-lang(c),
          obj([name(H_NAME),type(TYPE),rem(REM)]),
          obj([name_list(T_NAME),type(TYPE),rem(REM)]).
obj([name_list([]),type(TYPE),rem(REM)]).
obj([name(NAME),type(TYPE),val(VAL),rem(REM)]):-lang(c),
          assert(p_obj([name(NAME),type(TYPE)])),
          assert(obj_type(NAME,TYPE)),
          type_member(TYPE,MEMBER),
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          (member(NAME,MEMBER);
          add_type_entity([NAME,val(VAL)],TYPE,MEMBER)).
obj([name(NAME),type(string),array([dim(D),size(S),max_size(M)]),rem(REM)]):-
          lang(c),assert(p_obj([name(NAME),type(string),
          array([dim(D),size(S),max_size(M)])])),
          assert(obj_type(NAME,string)),
          type_member(char,MEMBER),
          (member([NAME,max_size(M)],MEMBER);
          add_type_entity([NAME,max_size(M)],char,MEMBER)).
obj([name(NAME),type(TYPE),array([dim(D),size(S),max_size(M)]),rem(REM)]):-
          lang(c),assert(p_obj([name(NAME),type(TYPE),
          array([dim(D),size(S),max_size(M)])])),
          assert(obj_type([NAME,max_size(M)],TYPE)),
          type_member(TYPE,MEMBER),
          (member([NAME,max_size(M)],MEMBER);
          add_type_entity([NAME,max_size(M)],TYPE,MEMBER)).
obj([name(NAME),type(TYPE),
          array([dim(D),size(S),max_size(M)]),val(VAL),rem(REM)]):-
          assert(p_obj([name(NAME),type(TYPE),
          array([dim(D),size(S),max_size(M)])])),
         lang(c),assert(obj_type(NAME,TYPE)),type_member(TYPE,MEMBER),
         (member(NAME,MEMBER);add_type_entity([NAME,val(VAL)],TYPE,MEMBER)).
add_type_entity(VAR,TYPE,MEMBER):-
               type_member(TYPE,MEMBER),retract(type_member(TYPE,MEMBER)),
               assert(type_member(TYPE,[VAR|MEMBER])).
type_decl:-
/*         (type_member([struct,X],[]);type_member([struct,STR_TYPE],STR),
            writelist(['struct   ',STR_TYPE,'  ']),
            writelist_ic(STR),write(';'),nl),
*/         (type_member(char,[]);type_member(char,CHAR),write_sp,
            write('char        '),
            write_namelist_ic(CHAR),write(';'),nl),
           (type_member(float,[]);type_member(float,FLOAT),write_sp,
            write('float     '),
            write_namelist_ic(FLOAT),write(';'),nl),
           (type_member(int,[]);type_member(int,INT),write_sp,
            write('int           '),







write_name([NAME,max_size(M),val(VAL)]):-nl,write('               '),
                            writelist([NAME,'[',M,']={']),
                            writelist_ic(VAL),write('}'),nl.
write_name([NAME,max_size([M,N]),val(VAL)]):-nl,write('               '),
                            writelist([NAME,'[',M,'][',N,']={']),























              prompt_read(H_OBJ,type(H_TYPE)),
              prompt_read_l(T_OBJ,type(T_TYPE)).
prompt_read_l([],type([])).
prompt_read_l(OBJ,type(TYPE)):-prompt_read(OBJ,type(TYPE)).
               
prompt_read(OBJ,type(TYPE)):-lang(c),writelist(['printf("',OBJ,'=");']),nl,
               ptype(TYPE,PTYPE),writelist(['scanf("',PTYPE,'",',OBJ,');']),nl.
prompt_read(OBJ):-lang(c),included('stdio.h'),obj_type(OBJ,TYPE),
               writelist(['printf("',OBJ,'=");']),nl,
               ptype(TYPE,PTYPE),writelist(['scanf("',PTYPE,'",',OBJ,');']),nl.
c(print(OBJ)):-print(OBJ).
print(OBJ):-lang(c),obj_type(OBJ,TYPE),ptype(TYPE,PTYPE),
               write_sp,writelist(['printf("',OBJ,=,PTYPE,'",',OBJ,');']),nl.
ptypel([H_TYPE|T_TYPE],[H_PTYPE|T_PTYPE]):-













           main_header,type_decl.
include_sent_gen([H|T]):-
                        (system(H), writelist(['#include <',H,'>']);
                        file_drive(D),writelist(['#include <',D,':',H,'>'])),
                        nl,include_sent_gen(T).
include_sent_gen([]).
included(FILE):-((include(OLD_FILE),member(FILE,OLD_FILE));














                [プロンプトにより,'OBJ',を読み込む],







           (obj_type(OBJ,int,array(dim(1),size(N))),
           writelist(['read1adi(',OBJ,',',N,');']),nl;
           obj_type(OBJ,float,array(dim(1),size(N))),
           writelist(['read1adf(',OBJ,',',N,');']),nl).
obj_type(x,float).
/* 入出力ステ トーメントのコ ドーに対するC生成部 */
obj_type(n,int).
obj_type('a[i]',float).
c(prompt_read(OBJ)):-      /*lang(c),included('stdio.h'),*/
               writelist(['printf("',OBJ,'=");']),nl,
               c(read1(OBJ)).
c(prompt_read(OBJ,TYPE)):-lang(c),included('stdio.h'),
               writelist(['printf("',OBJ,'= in ' ,TYPE,'");']),nl,
               c(read1(OBJ,TYPE)).
c(prompt_read_list(OBJ_LIST)):-lang(c),included('stdio.h'),
               write('printf("'),writelist_ic(OBJ_LIST),write('=");'),nl,
               c(read_list(OBJ_LIST)).
c(read1(OBJ)):-                      /*lang(c),included('stdio.h'),*/
           obj_type(OBJ,TYPE),ptype(TYPE,PTYPE),
           writelist(['scanf("',PTYPE,'",']),
           write_type_obj(TYPE,OBJ),write(');'),nl.
c(read1(OBJ,TYPE)):-lang(c),included('stdio.h'),
           ptype(TYPE,PTYPE),
           writelist(['scanf("',PTYPE,'",']),
           write_type_obj(TYPE,OBJ),write(');'),nl.
c(read_list(OBJ_LIST)):-lang(c),included('stdio.h'),
           obj_type_list(OBJ_LIST,TYPE_LIST),
           ptype_list(TYPE_LIST,PTYPE_LIST),
           write('scanf("'),writelist(PTYPE_LIST),write('"'),
           write_type_obj_list(TYPE_LIST,OBJ_LIST),write(');'),nl.
obj_type_list([HOBJ|TOBJ],[HTYPE|TTYPE]):-obj_type(HOBJ,HTYPE),
                                          obj_type_list(TOBJ,TTYPE).
obj_type_list([],[]).
c(print(OBJ)):-lang(c),included('stdio.h'),obj_type(OBJ,TYPE),
           ptype(TYPE,PTYPE),
           writelist(['printf("',PTYPE,'¥n",',OBJ,');']),nl.
c(print(OBJ,d)):-lang(c),obj_type(OBJ,TYPE),ptype(TYPE,PTYPE),
            writelist(['printf("',OBJ,=,PTYPE,'",',OBJ,');']),nl.
c(print(OBJ,OP_TYPE)):-lang(c),
            writelist(['printf("',OBJ,=,OP_TYPE,'",',OBJ,');']),nl.
c(print_headname_list(OBJ_LIST)):-write('printf("'),
           (p_headname_list(OBJ_LIST,HEADNAME_LIST),writelist(HEADNAME_LIST);






           (p_objlist(OBJ_LIST,PTYPE_LIST);
           obj_type_list(OBJ_LIST,TYPE_LIST),
           ptype_list(TYPE_LIST,PTYPE_LIST)),
           write('printf("'),writelist(PTYPE_LIST),write('¥n"'),
           writelist_hc(OBJ_LIST),write(');'),nl.
c(print_list(OBJ_LIST,OP_TYPE_LIST)):-lang(c),included('stdio.h'),
           write('printf("'),writelist(OP_TYPE_LIST),write('¥n"'),
           writelist_hc(OBJ_LIST),write(');'),nl.
c(print_name_value(OBJ)):-lang(c),included('stdio.h'),obj_type(OBJ,TYPE),
           ptype(TYPE,PTYPE),
           writelist(['printf("',OBJ,=,PTYPE,'¥n",',OBJ,');']),nl.
c(print_name_value_list(OBJ_LIST,d)):-lang(c),included('stdio.h'),
           obj_type_list(OBJ_LIST,TYPE_LIST),
           ptype_list(TYPE_LIST,PTYPE_LIST),
           repeat_write_l1(OBJ_LIST,PTYPE_LIST).
c(print_name_value_list(OBJ_LIST,OP_TYPE_LIST)):-lang(c),included('stdio.h'),
           repeat_write_l1(OBJ_LIST,OP_TYPE_LIST).
repeat_write_l1([HOBJ|TOBJ],[HPTYPE|TPTYPE]):-
           writelist(['printf("',HOBJ,=,HPTYPE,'¥n",',HOBJ,');']),nl,
           repeat_write_l1(TOBJ,TPTYPE).
repeat_write_l1([],[]).
ptype_list([HTYPE|TTYPE],[HPTYPE|TPTYPE]):-ptype(HTYPE,HPTYPE),
                                           ptype_list(TTYPE,TPTYPE).
ptype_list([],[]).
std_print_ptype_list([HTYPE|TTYPE],[HPTYPE|TPTYPE]):-







                            write(','),write_type_obj(HTYPE,HOBJ),





           (pattern_name(PAT_NAME);writelist(['printf("',S,'");'])),nl.
c(print_string(S)):-
           writelist(['printf("',S,'");']),nl.
pattern_name(dotted_line):-
           write('printf("------------------------------¥n");').
c(print_const_obj(S,OBJ,d)):-
           pobj_type(OBJ,TYPE),ptype(TYPE,PTYPE),
           writelist(['printf("',S,PTYPE,'¥n",',OBJ,');']),nl.
c(print_const_obj(S,OBJ,OP_TYPE)):-









                       write('   '),proc_list(X),nl.
c(if(conv(T),X)):-write_sp,write('if('),conv(T),write('){'),nl,add_sp,
                  write_sp,proc_list(X),
                  subt_sp,write_sp,write('}'),nl.
c(if(T,X)):-write_sp,write(if(T)),write('{'),nl,add_sp,proc_list(X),
            subt_sp,write_sp,write('}'),nl.
c(if(T,X1,X2)):-write(if(T)),nl,write('   '),proc_list(X1),write('else'),nl,
                write('   '),proc_list(X2).
c(for(I,minus(N,1),S,P)):-write_sp,
              writelist(['for(',I,'=0;',I,'<',N,';',I,'+=',S,'){']),nl,
              add_sp,(proc_list(P);P),
              subt_sp,write_sp,write('}'),nl.
c(for(I,M,minus(N,1),S,P)):-
              swritelist(['for(',I,'=',M,';',I,'<',N,';',I,'+=',S,'){']),nl,











               write('   '),proc(P),write('}'),nl.
*/
c(for(I,II,T,S,P)):-writelist(['for(',I,'=',II,';',T,';',I,'+=',S,'){']),nl,
               write('   '),proc_list(P),write('}'),nl.
c(while(T,P)):-write_sp,writelist(['while(',T,'){']),nl,add_sp,proc_list(P),
               subt_sp,write_sp,write('}'),nl.
c(until(OBJ,T,P)):-write('while(1) {'),nl,
         c(read1(OBJ)),  
         writelist(['   ','if(',T,') break;']),nl,proc_list(P),write('}'),nl.
c(return(X)):-write_sp,writelist(['return(',X,');']),nl.
c(case(INDEX_NAME,BODY)):-writelist(['switch(',INDEX_NAME,'){']),nl,
                          case_body(BODY),write('}'),nl.
case_body([[item(NUM),H,end_case]|T]):-writelist(['   case ',NUM,'    :']),
         proc_list(H),writelist(['               ','break;']),nl,case_body(T).
case_body([]).
c(when(OBJ_NAME,BODY)):-if_else_if(BODY).
/* c(X):-write(X).  */
if_else_if([[HT,HP,end_when]|T]):-c(if(HT,HP)),else_if(T).




                                         if_default(DEFAULT).
else_if([[else,HP]|[]]):-write('else '),nl,write('   '),proc(HP).
if_default(D):-write('else '),nl,write('   '),proc(D).
default(D):-write('   default :'),proc_list(D).





               [item(2),compute(z=log(a)),end_case],
               [item(3),compute(z=0),end_case]])).
qc3a:-c(case_read_run(i,[[1,compute(z=a)],[2,compute(z=log(a))]],
      compute(z=0))).
qc4:-c(if_then_else_if([['x>=a1',[compute(z=y+b1)]],
                        ['x>=a2',[compute(z=y+b2)]],
                        ['x>=a3',[compute(z=y+b3)]]],[compute(z=y+b4)])).
qc41:-c(when(x,[['x>=a1',compute(z=y+b1)],['x>=a2',compute(z=y+b2)],





      [read1(tanka),read1(suuryou),print(hinmei), 







                [['x>=a1',compute(z=y+b1),end_when],
                 ['x>=a2',compute(z=y+b2),end_when],
                 ['x>=a3',compute(z=y+b3),end_when]],
                compute(z=y+b4),
               end_if]).
qs2:-proc([case(index),
               [[item(1),compute(z=a),end_case],
                [item(2),compute(z=log(a)),end_case],
                [item(3),compute(z=0),end_case]],end_case_list]).
qs3:-proc([for([0, から,minus(n,1),まで,1,'づつ増加する',i,
              'に対して']),compute('z=z+a[i]*b[i]'),end_for]).
qs4:-proc([for([i,を,0,から,m,まで,1,づつ変化しながら繰り返す]),
      compute('z=z+a[i]*b[i]'),end_for]).
qs5:-proc([while([（前に）条件,x>0,が成立する]),compute(x=f(x,a)),end_while]).
qs6:-proc([until([hinmei,を読み込み,'hinmei == ¥n',が成立するまで繰り返す]),
      [read1(tanka),read1(suuryou),print(hinmei),
        compute(kingaku=tanka*suuryou),compute(sum=sum+kingaku)],end_until]).
qs4a:-proc([[for,[i,を,0,から,m,まで,1,づつ変え繰り返す]],




       proc([プロンプトにより,a,に読み込む]).
qpr1c:-write('qpr1c:-proc([a,を,%10.3,でプリントする]).:-'),nl,
       proc([a,をプリントする]).
qpr2:-write('qpr2:-proc([x,の和を,sum_x,に求める]).:-'),nl,
       proc([x,の和を,sum_x,に求める]).
qpr3:-write('qpr3:-proc([x,の平均値を,av_x,に求める]).:-'),nl,
       proc([x,の平均値を,av_x,に求める]).
qpr4:-write('qpr4:-proc([x,の偏差値を,dev_x,に求める]).:-'),nl,
       proc([x,の偏差値を,dev_x,に求める]).
qpr5:-write('qpr5:-proc([x,の最大値を,max_x,に求める]).:-'),nl,
       proc([x,の最大値を,max_x,に求める]).
qpr6:-write('qpr6:-proc([x,の最小値を,min_x,に求める]).:-'),nl,
      proc([x,の最小値を,min_x,に求める]).
付録－32
qpr7:-write('qpr9:-proc(for([n,から,m,までの,i,に対して])).:-'),nl,
      proc([for([i,を,n,から,m,まで,1,づつ変化しながら繰り返す]),
            compute('sum=sum+x[i]'),end_for]).
obj_type(index,int).
statement([jp([FILE_PNTR,により,FN,を,RW,用にオープンする],
          file_open(FN,FILE_PNTR,RW)),




        arg_type([name(OBJ),type(TYPE)]),in([]),out([])]).
statement([jp(['プロンプトにより',OBJ_LIST,の各変数に読み込む],
               prompt_read_list(OBJ_LIST)),
               arg_type([name(OBJ_LIST),type(TYPE_LIST)]),in([]),out([])]).
statement([jp(['プロンプトにより',OBJ_LIST,の各変数に一つ宛読み込む],
               prompt_read_list_seq(OBJ_LIST)),
               arg_type([name(OBJ_LIST),type(TYPE_LIST)]),in([]),out([])]).
statement([jp([OBJ,に読み込む],read1(OBJ)),
           arg_type([name(OBJ),type(TYPE)]),in([]),out([])]).
statement([jp([OBJ,を,OP_TYPE,でプリントする],print(OBJ,OP_TYPE)),
           arg_type([name(OBJ),type(TYPE)]),in([]),out([])]).
statement([jp([OBJ_LIST,の各値を,OP_TYPE_LIST,で名前に続き各行にプリントする],
              print_name_value_list(OBJ_LIST,OP_TYPE_LIST)),
              arg_type([name(OBJ_LIST),type(TYPE_LIST)]),in([]),out([])]).
statement([jp([OBJ_LIST,の各値の見出し行をタブによりプリントする],
              print_headname_list(OBJ_LIST)),
              arg_type([name(OBJ_LIST),type(STRING)]),in([]),out([])]).
statement([jp([OBJ_LIST,の各値を,OP_TYPE_LIST,で一行にプリントする],
              print_list(OBJ_LIST,OP_TYPE_LIST)),
              arg_type([name(OBJ_LIST),type(TYPE_LIST)]),in([]),out([])]).
statement([jp([定記号パターン列,S,をプリントする],print_pattern_string(S)),
              arg_type([name(S),type(string)]),in([]),out([])]).
statement([jp([定記号列,S,をプリントする],print_string(S)),
              arg_type([name(S),type(string)]),in([]),out([])]).
statement([jp([定記号列,S,をリスト要素毎に改行してプリントする],
              print_string_list(S)),
              arg_type([name(S),type(STR_LIST)]),in([]),out([])]).
statement([jp([定記号列,S,と変項,X,を,OP_TYPE,でプリントする],
       print_const_obj(S,X,OP_TYPE)),
              arg_type([[name(S),type(string)],[name(X),type(TYPE)]]),
             in([]),out([])]).
statement([jp([X,に,Y,を加えた結果を,Z,におく],plus(X,Y,Z)),




           in([]),out([])]).
statement([jp([[if,T],then,X1,end_if],if(T,X1)),
           in([]),out([])]).
statement([jp([[if,T],then,X1,else,X2,end_if],if(T,X1,X2)),
           in([]),out([])]).
statement([jp([if_then_else_if([最初に条件に合う処理を実行]),L,DEFAULT,
           end_if],if_then_else_if(L,DEFAULT)),in([]),out([])]).
statement([jp([case(INDEX_NAME),L,end_case_list],
           case(INDEX_NAME,L)),in([]),out([])]).
statement([jp([case_read_run([CASE]),L,DEFAULT,end_case],
           case_read_run(CASE,L,DEFAULT)),in([]),out([])]).
statement([jp([when(OBJ_NAME),L,end_when_list],
           when(OBJ_NAME,L)),in([]),out([])]).
statement([jp([for([初期条件を,INIT,とし,STEP,の処理をしながら,REP_COND,
           の継続条件が成立する間繰り返す]),P,end_for],
           for(INIT,REP_COND,STEP,P)),in([]),out([])]).
statement([jp([for([INDEX,を,INIT_VAL,から,TERM_VAL,まで,STEP,
           'づつ変化しながら繰り返す']),P,end_for],
           for(INDEX,INIT_VAL,TERM_VAL,STEP,P)),in([]),out([])]).
statement([jp([for([INDEX,を,INIT_VAL,から,TERM_VAL,まで,STEP,
           'づつ変え繰り返す']),P,end_for],
           for(INDEX,INIT_VAL,TERM_VAL,STEP,P)),in([]),out([])]).
statement([jp([[for,[INDEX,を,INIT_VAL,から,TERM_VAL,まで,STEP,
           'づつ変え繰り返す']],P,end_for],
           for(INDEX,INIT_VAL,TERM_VAL,STEP,P)),in([]),out([])]).
statement([jp([for([M,から,minus(N,1),まで,S,'づつ増加する',I,
            'に対して']),P,end_for],for(I,M,minus(N,1),S,P)),in([]),out([])]).
statement([jp([while([（前に）条件,T,が成立する]),P,end_while],while(T,P)),
               in([]),out([])]).
statement([jp([until([ITEM,を読み込み,T,が成立するまで繰り返す]),P,end_until],






























   type_check_argl(ARGL),




          member(funct_type(FT),T),







           prompt_read([X,I,OBJ],TYPE).
read_member(X,[MEMBER,TYPE]):-




        に入れる],ran1a(A,NUM,LOWER,UPPER,RAN)),
 argl([[name(A),type(TYPE),array([dim(1),size(N),max_size(NMAX)]) ],
       [name(NUM),type(int)],[name(LOWER),type(TYPE)],[name(UPPER),type(TYPE)],
       [name(RAN),type(int)]])],
 [funct([[int,[ran1adi(A,NUM,LOWER,UPPER,RAN)]],[float,
       [ran1adf(A,NUM,LOWER,UPPER,RAN)]]]),
  file_name([[int,'ran1adi.c'],[float,'ran1adf.c']]),
  funct_type([[int,'ran1adi()'],[float,'ran1adf()']]),in([]),out([]) ]).
module([
 jp([LOWER,から,UPPER,までの一様乱数を,RAN,をseedとして発生し,N,行,M,列の,
       ２次元配列,A,に入れる],ran1a(A,N,M,LOWER,UPPER,RAN)),
 argl([[name(A),type(TYPE),array([dim(2),size([N,M]),max_size([NMAX,MMAX])]) ],
       [name(N),type(int)],[name(M),type(int)],
       [name(LOWER),type(TYPE)],[name(UPPER),type(TYPE)],
       [name(RAN),type(int)] ])],
 [funct([[int,[ran2adi(A,N,M,LOWER,UPPER,RAN)]],
        [float,[ran2adf(A,N,M,LOWER,UPPER,RAN)]]]),
  file_name([[int,'ran2adi.c'],[float,'ran2adf.c']]),
  funct_type([[int,'ran2adi()'],[float,'ran2adf()']]),in([]),out([]) ]).
module([
 jp([プロンプトにより構造体,X,に読み込む],prompt_read_struct(X)),



























       [name(J),type(int)],[name(FN),type(char)],[name(K),type(int)]  ])],
 [funct([[int,[rdcolfli(A,N,M,J,FN,K)]],[float,[rdcolflf(A,N,M,J,FN,K)]]]),
  file_name([[int,'rdcolfli.c'],[float,'rdcolflf.c']]),
















       [name(MAXOBJ),type(TYPE)]]),
       default(MAXOBJ,[max_,OBJ])],
 [funct([[int,[max_,OBJ,=,max1adi(OBJ,N)]],







       [name(C),type(int)],[name(MAXOBJ),type(TYPE)]]),
       default(MAXOBJ,[max_,OBJ])],
 [funct([[int,[max_,OBJ,=,max2adi(OBJ,C,N)]],






        [name(MINOBJ),type(TYPE)]]),default(MINOBJ,[min_,OBJ])],
 [funct([[int,[MINOBJ,=,min1adi(OBJ,N)]],






      [name(C),type(int)],[name(MINOBJ),type(TYPE)] ]),
      default(MINOBJ,[min_,OBJ])],
 [funct([[int,[MINOBJ,=,min2adi(OBJ,C,N)]],







        [name(N),type(int)],
        [name(ORD),type(char)]])],
  [funct([[int,[sort1adi(A,N,ORD)]],
          [float,[sort1adf(A,N,ORD)]]]),
   file_name([[int,'sort1adi.c'],[float,'sort1adf.c']]),





      [name(K),type(int)],[name(N),type(int)],
        [name(M),type(int)],[name(ORD),type(char)] ]) ],
 [funct([[int,[sort2adi(A,K,N,M,ORD)]],
        [float,[sort2adf(A,K,N,M,ORD)]]]),
   file_name([[int,'sort2adi.c'],[float,'sort2adf.c']]),




       [name(SUMOBJ),type(TYPE)]]),
       default(SUMOBJ,[sum_,OBJ])],
 [funct([[int,[sum_,OBJ,=,sum1adi(OBJ,N)]],






        array([dim(2),size([N,M]),max_size([NMAX,MMAX])])],
       [name(C),type(int)],[name(SUMOBJ),type(TYPE)] ]),
       default(SUMOBJ,[sum_,OBJ])],
 [funct([[int,[sum_,OBJ,=,sum2adi(OBJ,N,C)]],





     行の要素の和を,SUMOBJ,に求める],sum(OBJ,FROM_C,TILL_C,ROW,SUMOBJ)),
 argl([[name(OBJ),type(TYPE),
        array([dim(2),size([N,M]),max_size([NMAX,MMAX]) ])],
       [name(SUMOBJ),type(TYPE)],[name(FROM_C),type(int)],
       [name(TILL_C),type(int)],[name(ROW),type(int)]]),
       default(SUMOBJ,[sum_,OBJ ])],
 [funct([[int,[SUMOBJ,=,sumrowi(OBJ,ROW,FROM_C,TILL_C) ]],






       [name(AVOBJ),type(TYPE)]]),







        array([dim(2),size([N,M]),max_size([NMAX,MMAX])])],
       [name(C),type(int)],[name(AVOBJ),type(TYPE)] ]),







       [name(AVOBJ),type(TYPE)]]),







       [name(C),type(int)],[name(AVOBJ),type(TYPE)] ]),













          (member(FUNCT_NAME,MEMBER);
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