SIMPLE-1
is an integrated modeling environment for interactive simulation using the IBM PC, XT, AT and true compatible microcomputers. SIMPLE-1 has a number of innovative features relative to simulation software and programing languages:
The implementation of SIMPLE-1 combines compilation and run time systems into an integrated environment including on-line tutorials, learning I-nodules, and a full screen editor coupled to the compiler and run time system. Simulation projects inherently involve the integration of many activities and analysis skills to accomplish study objectives.
In addition to the obvious requirement
to construct, execute and analyze simulation results:
Data collection and analysis, model validation, and convincing decision makers as to the merits of simulation are important issues in simulation that emerging simulation software must address.
Errors detected by the compiler or run time system initiate a call to the editor to isolate the error and speed up the editcompile-debug model development cycle.
The language supports application programs and a "tool box" concept whereby models and programs to support simulation project activities can be written in SIMPLE-1 to post process simulation results or for data collection activities. Application programs can be run using RUNSIM which loads and executes SIMPLE-1 models compiled to disk with the commercial version of the software. A built in capability to animate simulation results using a character graphics methodology stresses a simplified approach to model animation.
The language supports reading and writing of data to fifes and devices as standard ASCII text files in addition to animation and keyboard data input capabilities. ASCII text file I/O serves as a straight forward hook to other third party software. SIMPLE-1 is not just a pretty picture: the language support extensive statistics collection? capabilities including statistics on individual elements of user defined arrays! SIMPLE-1 has been implemented as an integrated modeling environment to facilitate simulation related activities by organizing the software into a set of modules accessed through function key driven menus.
Editing of models is accomplished via a full screen text editor coupled to the compiler and run time system error detection routines. The compiler and run time error recovery mechanisms endeavor to return the modeler to the editor and point out the source of the problem to expedite debugging.
The text editor also serves as a means for reviewing model reports and editing data files. SIMPLE-l's main environment display is illustrated in Figure 1 and Figure The learning modules feature animated simulations to illustrate language concepts.
Figure 3 is a "road map" of the simulation environment lnenu structure. The language tutorials are organized into groups and can be accessed from the main environment, or from within the editor via a few key strokes using the function keys on the keyboard. When an error is detected by the SIMPLE-1 compiler or run time system, a message describing the nature of the error is displayed.
After displaying the error message SIMPLE-1 returns control to the editor with the cursor initially at the problem area. Once returned to the editor the usual routine is to consult with the on-line tutorials to check syntax or language concepts.
Once the error is isolated and fixed in the the editor the user re-compiles the revised model. SIMPLE-l's coupling of a full screen text editor with the compiler, run time, and tutorial systems provides an effective mechanism for program development and speeds up the learning process for beginners. The SIMPLE 1 Simulation Environment -
The SlMPLE-1 language and environment support development and use of a "toolbox" approach to systems analysis. Programs can be written in SIMPLE-1 to collect and analyze data: real or synthetic data.
The learning modules introduced with version 3.0 of the software where written in SIMPLE-1 and illustrate language concepts via animated examples. Examples of tool box/application programs include the histogram analysis program supplied with the software:
A generalized stochastic cash flow analysis program described in [7] ; and an inventory ordering module for teaching purposes described in (81. In addition SIMPLE-1 application programs have been run under an expert system shell.
The ability of the user to build "tool box" programs in SIMPLE-1 provides an open ended means of expanding the capabilities of the system. The open ended nature of SIMPLE-l is a direct consequence of merging simulation language concepts with general purpose programing language concepts common in BASIC, Pascal, C, or FORTRAN.
SIMPLE-1 : The Language
SIMPLE-l employs a number of unique approaches to simulation from a language design point of view. The development of SIMPLE-l evolved with the intention of providing basic building blocks, or language primitives, to model systems of both a discrete and a continuous nature.
A network approach to modeling has been demonstrated to be a highly affective vehicle for describing and documenting models of systems.
Accordingly, SIMPLE-l was designed as a network oriented language with an activity on node orientation. The language integrates modeling concepts with general purpose programing concepts to unify modeling efforts. The language includes concepts common to high level programing languages including string and file variables for ASCII I/O operations to devices and files.
In addition to data structure concepts the language implements "C" like side affects whereby block parameters can assign a value to a variable as a side affect of a blocks' execution.
A repeatative approach to run control is used so that results from one simulation run can be used to establish parameters for subsequent simulations. For example, the decision to halt the simulation is established by the model and does not require "compiling in" the number of runs, run length etc. common to traditional discrete simulation languages.
Models are structured into five segments, one of which is used to declare variables.
The other segments of a model describe the discrete and continuous nature of the system and run control aspects of model execution. Table 1 summarizes the block types that make up the SIMPLE-1 language and Table 2 is a listing of the built in functions.
The blocks summarized in Table 1 Discrete event aspects of the model are defined using an activity on node network structure. The Continuous aspects of the system model are described using algebraic state equations which define variables overtime via first order differential equations.
The Continuous aspects of the model are simulated using a Runge Kutta fourth order fixed step procedure with the step size assignable by the modeler.
The discrete aspects of the model are processed via an event scheduling mechanism to sequence the flow of entities through blocks in the network model. 
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Returns End-Of-File status For example, the entry of passengers onto a bus is typically a function of the route assigned to a bus.
Accordingly, modeling such a situation in SIMPLE-1 involves modeling decis ons based on entity attributes and system state variables.
The example statement in figure 6 is taken from a model of a typified Winchester disk drive assembly process. The three queues: HEAD-I-Q, HEAD-Q, iand SERVO-Q are used to store work in process inventory (WIP) and parts inventory. Sub assemblies are contained in the HEAD-I-Cl (each composed of multiple part entities).
The sub assembly entity group is added to and the assembly activity is initiated when the CONDlTlONS block detects all of the required release criteria have been met. The CONDlTlONS block in this case executes the entity movements only when the upstream queues each have a minimum of one element and both of the boolean expression are true.
The CONDITIONS block is an important means for organizing entities into groups.
Returning to the passenger-bus analogy; a model of such a system using SIMPLE-1 organized passenger entities with a vehicle entity into groups like that schematically shown in Figure 7 . The decision to release a passenger entity from the group involved checking the list of individual passengers to see if any were to leave at the current stop. The value of a bus attribute in this case contained the groups current location.
When passengers were at their final destination, the model SPLIT them off and routed them to the exit segment of the model. CALANDER" Figure 7 Entities organized into a group for modeling a busline operation
The CONDlTlONS block supports building models in stages. In most situations you start off modeling the main processes and add embellishments to capture additional constraints on system operation.
For example when modeling product assembly, one can start by modeling the basic process sequence and add part queues later to capture the affects of assembly constraints on ( 1) In addition to modeling the basic flow of events for this simple example this model illustrates SIMPLE-l's unique approach to collection of statistics on user declared variables. The global variable TIME-IN-SYSTEM is declared with the key word OBSERVE-STATS appended to signal collection of statistics. When the SET block near the bottom of the code assigns the value of TIME-IN-SYSTEM with the expression: TIME-IN-SYSTEM:= STIME -TV(l)
The creation time for the TV and the current simulation time (STIME) are used to calculate the time in the system for the exiting TV.
As a Me affeaof the variable assignment, SIMPLE-l updates observational statistics for TIME-IN-SYSTEM.
In a similar fashion time weighted statistics are maintained for the variable INVENTORY used to track work in process inventory. The language has input and output concepts for both file I/O and screen animation with the screen being updated while the model is running. SIMPLE-1 supports I/O operations using specialized block constructs. The input and output operations supported in the language are for two types of operations. Block constructs in the language control I/O to the screen or keyboard and to DOS.
Screen I/O constructs include mechanisms for writing ASCII characters and numbers coupled with template images. The character and number based display formats of the language combined with screen generation features form a character based animation capability.
In summary, SIMPLE-1 supports file and screen I/O Operations associated with:
1) SCREEN activation to display a text background.
2) SHOW block to display numeric values on a screen.
3) CHART block to display characters on a screen.
4) ACCEPT block for reading
variable values from the keyboard. 5) READ and WRlTE blocks for file input/output. 6) OPEN and CLOSE files during model execution.
Include files were used in the model to include animation code into the model for clarity.
Include files also allow management of various versions of a model to turn on or off compiling of animation code and for management simulation experiments.
A screen is used to form a schematic of the TV inspection system over which SHOW and CHART blocks animate the state of the system by writing characters and numbers to the screen. 
ADJUST QUEUE:
;
The TVs attribute for set type is reference using the global variable Type (assigned the value of 2 and used to enhance reading of the code).
Based 
