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Resum
Aquest és un Treball Final de Grau desenvolupat amb un conveni de col·laboració educativa 
a l’empresa inLab de la Facultat d'Informàtica de Barcelona.
En aquest projecte s’ha treballat per solucionar el problema que ha presentat l’inLab, que 
consisteix en la pèrdua de temps i en l’esforç que han de fer uns treballadors concrets, a 
l’hora de classificar els tiquets, on els usuaris reporten els problemes que poden tenir en 
entorns de la Facultat d'Informàtica de Barcelona. 
Entenem per tiquet la forma en què anomenem dins l’inLab l'informe que un usuari reporta 
en relació a un problema que pateix dins la FIB. Aquests tiquets es poden obrir de dues 
formes, mitjançant el sistema de Tiqueting que existeix a la intranet de la FIB o mitjançant 
correu electrònic en un sistema que anomenem MailToTicket.
En aquest projecte treballarem per a millorar el sistema existent per la creació de tiquets 
mitjançant el correu electrònic. Actualment en rebre un nou correu, hi ha un treballador 
encarregat de llegir i entendre aquest missatge per posteriorment, crear un tiquet i reenviar-
lo cap a l’equip que ha de resoldre el problema de l’usuari. Per a la creació d’un tiquet 
mitjançant el correu, aquest treballador ha d’obrir el missatge i afegir un seguit d’informació 
necessària que ha hagut d’extreure de la interpretació que ell fa del cos del missatge.
Amb aquest projecte el que pretenem és estalviar temps i costos a l’empresa. La solució ha 
sigut el desenvolupament d’un sistema recomanador, basat en els tiquets que han estat 
resolts anteriorment, per a predir quina és aquesta informació extra que el treballador ha 
d’afegir al tiquet nou. Dit d’un altra forma, volem evitar que l’encarregat del tiquet hagi de ser 
la responsable de decidir quina és la informació que ha d’omplir del tiquet, és per això que 
hem construït un sistema que assistira al treballador i recomanara quina és la informació 
que necessita.
Amb aquest sistema resoldrem el problema de l’empresa, ja que estalviarem el temps i 
l’esforç que ha de dedicar una persona a una tasca que és monòtona i que mitjançant un 
conjunt d’eines, pot dur a terme un seguit de processos en una computadora. 
Summary
This is a Final Degree Project developed in an educational collaboration agreement with the 
inLab company of the Barcelona Schoool of Informatics.
In this project we have work to solve the problem that the inLab presented to us which is 
about the waste of time and about the effort that the workers have to do to classify the 
tickets that are used by the users to report the problems the have in Barcelona Schoool of 
Informatics.
A ticket is the way we name in the inLab the inform where a user report a problem that is 
suffering in the FIB. This tickets can be opened in two ways, through the Ticket System that 
exists at the intranet of the FIB or through an email by a system called MailToTicket .
In this project we will work to improve the existent system that uses the email. Currently, 
when one of these emails is received, there is a worker in charge of reading and understand 
the message to be able to resend it to the team that has to solve the problem of the user. To 
do this it has to open the message and add the required information to be able to create the 
ticket correctly.
With this project we pretend to save time and costs of the company. The solution it has been 
the development of a system based on the solved tickets, to predict what information has to 
add for the creation of the new ticket. That is to say, we want to avoid that worker in charge 
of the ticket has to be the responsable to decide how has to full in all the information of the 
ticket, the system that we have created it will assist the worker and recommend the 
information that it needs.
With this system we will solve the problem of the company, as we will save time and the 
effort that has to dedicate the person doing this monotonous task that can be done by a 
computer.
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1. Introducció
Aquest projecte és un Treball de Final de Grau de l'especialitat en Sistemes de la 
Informació, cursat a la Universitat Politècnica de Catalunya i a la Facultat d'Informàtica de 
Barcelona (FIB). És tracta d’un projecte de modalitat B amb un conveni de cooperació 
educativa amb InLab FIB [1].
L’inLab és un laboratori d'innovació i investigació de la Facultat d'Informàtica de Barcelona, 
especialitzat en aplicacions i serveis basats en les últimes tecnologies TIC. L'InLab compta 
amb més de 40 anys d'experiència col·laborant en projectes innovadors, desenvolupant 
solucions a mida per a entitats públiques i privades, oferint el servei de laboratoris 
d'aprenentatge especialitzats en l'Enginyeria Informàtica.
La motivació d’aquest projecte és poder agilitzar i facilitar la tasca de classificació dels 
tiquets rebuts a l’InLab amb el desenvolupament d'un sistema d’automatització basat en 
tiquets ja resolts.
Amb la creació d’aquest sistema s’espera estalviar temps i costos que l’empresa dedica 
actualment a la tasca de classificació de missatges que es reben via correu electrònic i que 
han de ser convertits en tiquets. 
Existeix un sistema que, en rebre un nou correu on es comunica un problema d’un usuari de 
la FIB, dona com a resultat la creació d’un nou tiquet preparat per a ser tractat. La nostra 
sol·lució s’incorporarà a aquest sistema, s’encarregarà de tractar aquest missatge i 
recomanarà la informació que un treballador necessita per a crear un nou tiquet.
Glossari
# Tiquets:  Els tiquets serà la forma com ens arriba la informació al nostre sistema. Un 
tiquet és un missatge amb la informació que necessitem, inclou el missatge i més 
informació com l’equip resolutor o el seu identificador.
# Equip resolutor: Serà l’equip de persones encarregades de resoldre un problema 
expressat a un tiquet.
# Automatitzar: Una tasca que fins ara s’ha fet manualment passarà a fer-se per una 
màquina de forma automàtica i d’aquesta forma evitarem possibles errors.
# Feedback: Quan parlem del feedback ens referim a la informació que ens arriba de 
tornada un cop el nostre sistema ja actuat, informació que ens indicarà si la solució 
oferta pel nostre sistema ha servit d’ajuda i si realment ha funcionat com es preveia.
# MailToTicket [20]: És el sistema actual que s’encarrega de transformar nous correus 
que arriben en tiquets.
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!● Dispatchers: Parlem de dispatchers, quan parlem de les persones encarregades de 
la tasca de classificació dels tiquets.
● Spam [14]: Anomenem Spam als correus brossa.
● Backend [15] : Anomenem Backend al codi que hi ha darrera de la part visual d’una 
aplicació, és a dir, la part que no es veu però que fa funcionar el sistema com volem 
mitjançant la informació que li arriba.
● Frontend [15]: Anomenem Frontend al codi i a la part de l’aplicació que és visible per 
a l’esser humà i amb la qual interactua.
● Framework [16]: Un framework és un esquema, un esquelet, un patró per al 
desenvolupament i/o l’implementació d’una aplicació.
● Stop words [17]: Són totes aquelles paraules que manquen de significat per elles 
soles, per tant com que no tenen significat, al nostre projecte no tindran pes i no ens 
interessa mantenir-les.
# Depurar [18]: Anomenem depurar a la part del projecte en que ens dediquem a 
buscar errors de codi que fan que l’aplicació no funcioni com desitjem.
● Tokenitzar [19]: Dividim una cadena en les seves unitats, en el nostre projecte 
parlem de cadenes de text per tant les seves unitats son les paraules.
# Vectoritzar: Assignem un valor o un pes a les paraules que conformen un missatge 
per a poder representar un missatge en forma de vector i facilitar la comparació amb 
altres.  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!2. Contextualització i actors
Aquest projecte està centrat en la creació d'una Eina de suport per a l’automatització [2] 
d'un sistema informàtic basat en contexts anteriors i fent servir Tractament de Llenguatge 
Natural [3].
L'automatització exerceix un paper cada cop més important en l'economia mundial. Quan 
parlem de tecnologies de la informació i d'automatització parlem de l'ús de sistemes de 
control o d'elements assistits per ordinador que ens fan reduir la necessitat del treball 
manual humà en la producció de serveis, aquestes tecnologies ens permeten controlar 
processos en substitució dels operadors humans.
Històricament hi ha hagut grans canvis al món industrial a causa de l'automatització de 
treballs rutinaris, com per exemple la introducció de les primeres politges per a poder 
aixecar pesos. En ple segle XXI, gran part de processos que veiem diàriament a les nostres 
vides inclouen tecnologia i no ens adonem de la gran quantitat de processos automatitzats 
que ens envolten.
En aquest projecte el que farem és automatitzar el procés de classificació dels Tiquets 
rebuts al InLab mitjançant tècniques de Tractament de Llenguatge Natural.
El Tractament del Llenguatge Natural és un camp de les ciències de la computació que 
estudia les interaccions entre les computadores i el llenguatge humà. El TLN s'encarrega de 
la formulació de mecanismes eficaços per a la comunicació entre persones i màquines. En 
el nostre projecte el TLN tindrà una gran importància, ja que treballarem amb un banc de 
dades on tindrem l'històric dels tiquets rebuts anteriorment i haurem de tractar-los i extreure 
patrons d'aquests per a posteriorment poder classificar automàticament nous tiquets de 
forma correcta.
Quan parlem de què el nostre sistema està basat en contexts volem dir que, tenim una base 
de dades amb tiquets històrics ja tancats, que hem anat guardant durant un ampli període 
de temps. A aquesta informació l’anomenem contexts, i aquests els farem servir per intentar 
predir la informació que va lligada a un nou tiquet quan aquest arribi. Serà important el 
feedback de la nostra aplicació per assegurar-nos que el sistema s’adapta correctament a 
canvis. 
!3
!2.1. Actors implicats
Els actors implicats del nostre projecte seran les persones o organitzacions a les quals el 
projecte afecta o que influeixen d'alguna forma. Una part interessada pot tenir una influència 
positiva, en el cas que esperin beneficiar-se o aportar alguna cosa, o una influència 
negativa podent crear conflictes entre diferents parts. Les parts interessades del nostre 
projecte serien les següents:
2.1.1. Director 
El director del projecte és en Jordi Montero. És qui guiarà i supervisarà el projecte en totes 
les seves fases, perquè sigui possible desenvolupar-lo amb totes les garanties dins del 
termini establert.
2.1.2. Expert 
Al nostre projecte hem requerit un expert que ens doni el suport necessari a l’hora de decidir 
quina és la millor manera de construir el nostre sistema. 
2.1.3. Usuaris finals
Aquests tindran una influència fonamental encara que el fruit del projecte no els hi afecti 
directament, ja que el sistema actuarà de portes cap endins. De totes maneres, els usuaris 
tenen la important tasca de crear els tiquets i aportar nous missatges i per tant, nova 
informació essencial per al sistema.
2.1.4. Agent Validador
En Jaume Moral, ha sigut el nostre contacte dins l'empresa i ha dut a terme les funcions 
d'agent validador del sistema. Ha tingut un paper clau en el desenvolupament del projecte, 
validant la correctesa de la informació que el sistema retorna i aprovant la solució final del 
nostre sistema. També ha sigut una part clau traspassant-nos el seu coneixement sobre el 
sistema MailToTicket i aportant-nos tota l'ajuda que hem necessitat en relació a aquest 
sistema. 
2.1.5. Desenvolupador
El desenvolupador serà l’encarregat de dur a bon port el sistema i resoldre el problema que 
l’empresa ens ha comunicat. Serà alhora l’encarregat de buscar remeis als obstacles que 
puguin sorgir durant el transcurs del projecte, comunicar-los al director i aplicar la solució 
que es trobi.  
El desenvolupador farà les funcions en aquest projecte d’Administrador de Base de Dades, 
de desenvolupador i de Tester QA. 
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!2.1.6.Empresa inLab 
Aquest apartat el dividirem en dues parts interessades:
# La primera part seria el departament o la persona encarregada de la classificació 
manual del tiquet amb el sistema actual, un cop implementat el sistema automàtic de 
classificació de tiquets, aquesta persona podrà emprar els seus recursos en una 
altra feina. 
# L'altra part seria el departament encarregat de la resolució del tiquet, ja que amb un 
sistema automàtic tot el procés seria més ràpid i probablement la resolució del 
problema també seria més rapida. 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!3. Estat de l’art
En aquest projecte farem servir un sistema de recomanació basat en el Tractament del 
Llenguatge Natural i en contextos anteriors que tenim a una base de dades. Avui en dia al 
mercat hi ha diferents sistemes que treballen basant-se en experiències d’usuaris i tractant 
grans fonts d’informació per a poder deduir, segons uns patrons i segons la informació 
especifica d’un usuari concret, quins seran els seus gustos i quin producte dels que s’ofereix 
li agradarà més. Tot seguit farem un repàs a aquests sistemes que fan servir sistemes 
recomanadors.
3.1.  Netflix 
Sistemes com Netflix, possiblement el més famós de tots, que es basa en els gustos de 
l'usuari així com en els gustos dels altres usuaris que s'assemblen a ell, per a recomanar les 
sèries que més poden agradar, oferint fins i tot un percentatge de similitud o de possibilitat 
d'èxit.
Netflix fa servir un sistema de recomanació de sèries basat en el que l’usuari ha vist 
anteriorment.
3.2.  Amazon 
Un altre gegant amb un gran sistema de recomanació és Amazon, tothom, qui més qui 
menys, ha comprat o ha buscat algun producte a Amazon i bé tots ens hem adonat que 
aquesta plataforma ens suggereix els seus productes basant-se en els nostres gustos, ja 
sigui per productes que hem buscat anteriorment o per productes que haguem adquirit.
Aquesta forma de e-commerce crea en l'usuari la sensació que necessita el que Amazon li 
està recomanant.
3.3.  Startups de processament de llenguatge natural 
Durant el 2018 estan sorgint diferents startups basant-se en el Processament del 
Llenguatge Natural [13]. Aquestes són algunes de les startups més interessants:
Klevu: És una solució instantània de cerca de llocs per a botigues de e-commerce. És una 
tecnologia d'autoaprenentatge per a botigues en línia que permet convertir els visitants en 
clients, Klevu proporciona una cerca en llenguatge natural amb manteniment del catàleg.
Desti: És una forma d’explorar i planificar viatges amb un dispositiu mòbil. Estan treballant 
amb tecnologia de canvi de joc que aprofita la cerca de llenguatge natural i intel·ligència 
artificial perquè els usuaris trobin exactament el que busquen. La seva missió és fer que la 
planificació dels viatges sigui el més divertit possible.
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!Idibon: Ajuda a les empreses a comprendre les seves dades d'idioma, mitjançant el 
processament del llenguatge natural, pren dades no estructurades com correus electrònics, 
missatges instantanis i xarxes socials i dóna respostes estructurades a preguntes claus de 
sistemes empresarials.
3.4. Sistema recomanador inLab 
En aquest projecte hem decidit fer un sistema específic per a solucionar el nostre problema.
Com que es tracta d'un sistema ja existent (Tiqueting InLab) i el que busquem és una 
millora en ell mateix, hem cregut que la millor solució és integrar un sistema creat 
expressament per a aquest objectiu obviant possibles solucions externes.
A inLab ja existeix un sistema de classificació de tiquets anomenat MailToTicket on es fa un 
filtratge molt bàsic d'aquests, per tant al nostre projecte el que farem serà ampliar aquest 
sistema classificador, afegint un mòdul nou basat en el Tractament del Llenguatge Natural 
que interpretarà la informació que es rep en un nou correu electrònic i retornarà a 
l'encarregat de la creació del tiquet, tota aquella informació necessària per a fer-ho. 
Aquest sistema recomanador es basarà en les dades històriques de tots els tiquets que 
s'han resolt a l'inLab des de inicis de 2012 fins a finals 2016. En l'arribada d'un nou correu a 
MailToTicket el nostre sistema cercarà la similitud entre aquest nou correu i els tiquets 
antics per a retornar la informació que el client espera. 
Com que MailToTicket és un sistema que ja està en funcionament, el client ha demanat la 
creació d'un nou mòdul específic que resolgui el seu problema en comptes d'integrar un 
mòdul ja existent. 
El nostre sistema actuarà de pont entre l'usuari que envia un correu amb un problema i el 
departament encarregat de la resolució d'aquest. Com hem comentat anteriorment el nostre 
sistema se situarà entremig de l'arribada del correu i la resolució del problema exposat al 
correu, agilitzant d'aquesta forma el sistema actual de MailToTicket. 
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!4. Problema i solució proposada 
4.1. Formulació del problema
Actualment l'ús de sistemes d'automatització informàtica s'està convertint en una pràctica 
molt comuna per a substituir activitats monòtones que anteriorment les feien les persones, 
fent a les empreses desaprofitar temps i diners.
Concretament en el cas que ens pertoca, a l'InLab actualment existeix un sistema de 
Tiqueting per a la resolució de problemes, amb aquest sistema rebem diferents tiquets en 
un únic punt d'entrada, els dispatchers classifiquen els tiquets i els envien a l'equip resolutor 
que pertoqui. Cada tiquet té un conjunt d’informació del qual el client creu que se'n pot 
automatitzar la detecció, aquesta informació és la compresa per l’equip resolutor que porta 
a terme la resolució del tiquet, un servei depenent del tipus de tiquet, un producte i un 
subservei.
Amb el funcionament actual els usuaris tenen dues formes d’obrir un tiquet:
# Mitjançant l’aplicació actual de la intranet, es crea el tiquet directament i aquest és 
enviat al seu equip resolutor encarregat.
# Mitjançant MailToTicket, un sistema d’automatització del servei via correu electrònic 
que funciona amb un conjunt de regles simples per a transformar correus en tiquets.
El problema que el client vol solucionar resideix en el sistema de MailToTicket, en el 
moment en què s'envia un correu, aquest va a parar a la bústia del sistema, on s'apliquen 
un conjunt de regles bàsiques per a començar a classificar un correu i facilitar la creació 
d'un tiquet.
Primer es comprova que l'usuari que envia el correu estigui registrat a la intranet de la UPC, 
en cas negatiu aquest correu és classificat com spam. En cas positiu aquest correu passa a 
la segona fase, un petit sistema de classificació amb unes regles molt bàsiques que s'han 
establert per a controlar els missatges i intentar classificar-los i enviar-los a un equip 
resolutor, aquestes regles funcionen per a missatges molt comuns i la majoria d'ells queden 
sense classificar a la bustia del MailToTicket. 
Els missatges que queden a la bustia de MailToTicket que no són Spam, i que no han sigut 
enviats a un equip resolutor han de ser classificats, això ho fan els dispatchers dels que 
hem parlat anteriorment. Per a la creació d’un nou tiquet un dispatcher ha de decidir quin ha 
de ser l'equip resolutor del missatge, el servei, el subservei i el producte. Com podem 
pensar, aquest procés comporta una gran pèrdua de temps en la classificació d'un correu, la 
lectura i el tractament del problema per a només reenviar-lo i ser finalment, solucionat per 
una altra persona.
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!El nostre client, l'inLab, ens ha proporcionat una base de dades de tiquets resolts en el 
passat, a partir d'ara l'anomenarem base de dades original o històrica. En aquesta Base de 
Dades tenim un total de 9.500 tiquets. Per al client seria molt interessant que el temps i els 
recursos que s'empren ara mateix en llegir i tractar aquests missatges mensualsment 
s'utilitzessin en una altra tasca.
4.2. Solució proposada
Un cop tenim ben clar quin és el problema del client, el que hem hagut de fer ha sigut 
analitzar aquest obstacle i els objectius als quals vol arribar per a proporcionar una solució 
que s’adapti a les seves necessitats i resolgui el seu problema principal, la pèrdua de temps 
i de recursos en una tasca monòtona.
En aquest apartat parlarem dels objectius que nosaltres ens hem marcat per a la 
consecució de la nostra fita final, solucionar el problema del client.
4.2.1. Objectius 
El desenvolupament d’aquest projecte ha estat dividit en els següents objectius principals:
1. Tractament de les dades recollides de l’històric de tiquets rebuts al correu de 
l’InLab.
Al principi del projecte l'InLab ha proporcionat una base de dades en MongoDb on hi ha els 
tiquets rebuts des del 2012 fins a l'any 2016 i que ja han estat resolts, en total estem parlant 
d'una quantitat de 9500 tiquets. Aquests tiquets a la base de dades tenen molts camps que 
per la nostra solució no necessitem, per tant, el primer pas que farem serà netejar aquesta 
base de dades i ens quedarem únicament amb els camps que ens interessen per què el 
nostre sistema funcioni correctament, aquests seran els següents:
# L’equip resolutor
# Servei
# Subservei
# Producte
# Assumpte
# Descripció
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!Tractarem la base de dades mitjançant unes regles basades en el Tractament del 
Llenguatge Natural per aconseguir una bona font d'informació d'on extreure els resultats, 
eliminant tota la informació que tenim als missatges que no ens aporti cap valor. Un cop 
hàgem netejat la base de dades que ens ha proporcionat l’empresa, el que farem serà crear 
la nostra pròpia base de dades basada en la primera, únicament amb els camps que ens 
interessen. Aquesta segona base de dades serà la que ens servirà per a crear l'eina de 
suport per a l'automatització.
Quan tinguem les dades tal i com les necessitem podrem passar al segon objectiu.
2. Desenvolupament de l’eina de suport per a la automatització.
Al desenvolupament de l'eina de suport, el que farem serà armar una API amb un backend, 
aquesta API rebrà un missatge de text que el backend s'encarregarà de tractar i dur a terme 
la comparació entre aquest missatge i l'històric de tiquets que ens ha aportat l'inLab i que 
hem netejat a l'objectiu anterior.
Per a la cerca de similituds entre missatges farem servir diferents codis per la comparació. 
Un cop estudiats i valorats aquests codis prendrem, juntament amb el nostre agent 
validador, la decisió sobre quin serà el codi que farem servir finalment al sistema. La decisió 
final serà basada en bancs de proves amb missatges ja existents així com missatges nous 
que encara no estan resolts.
La nostra API ens retornarà la informació que el dispatcher necessita per a la creació d’un 
tiquet nou, aquesta informació provindrà del tiquet pel qual se n’obtingui més similitud. El 
dispatcher donara per vàlid o no aquest resultat i es crearà un nou tiquet perquè l'equip 
resolutor encarregat el pugui resoldre.
Un cop el tiquet ha estat solucionat passarà a formar part de la base de dades i de les 
mostres, per tant, tenim un sistema que aprèn amb el temps i s'adapta a les novetats.
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!4.2.2. Visió de la solució
Finalment, un cop analitzats els requisits i obtinguda tota la informació que hem necessitat 
per part del client, així com el coneixement del problema i del sistema actual, el que hem 
hagut de fer és proporcionar una solució apta perquè el client se senti còmode amb el seu 
ús.
En el procés de pensar com serà l'aplicació final, el client i el desenvolupador del projecte 
han estat en contacte, tenint reunions setmanals per a controlar l'avanç i modificar aquells 
aspectes que al client no li convencien, així com pensant i adaptant la solució final. El 
resultat de tot aquest procés d'estudi i entesa entre el client i el desenvolupador ha sigut el 
següent diagrama que analitzarem.
La següent figura ha sigut numerada per a poder seguir l'explicació correctament i entendre 
de quin punt parlem i quedi clar el funcionament del sistema, ja que aquesta és la part més 
important del nostre projecte.
 
Figura 1: Diagrama global MailToTicket
A la figura 1 el que veiem és el funcionament global de tot el sistema de MailToTicket un cop 
hem afegit el nostre sistema recomanador que hem desenvolupat. Veiem que el sistema 
recomanador a la figura està situat com un mòdul separat però finalment anirà integrat dins 
el sistema MailToTicket com un mòdul que s'executarà al final del procediment per a millorar 
el funcionament actual. Repassarem la imatge fent servir l'índex numèric que hem afegit a la 
taula:
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!1. El sistema s'inicia un cop un usuari envia un correu amb la seva compta, una capçalera 
de missatge i el cos del correu que correspon al missatge, exposant el problema que 
pateix.
2. Un cop s'envia el correu va directament al sistema MailToTicket, on existeix una bustia on 
van a parar tots els correus.
3. A la bustia del MailToTicket es fa un primer filtratge que consisteix en cercar dins la 
intranet de la UPC si l'usuari que ha enviat el correu està registrat a la UPC o no, en cas 
negatiu aquest missatge és considerat SPAM i no serà tractat. 
4. En el cas que el correu sigui pertanyent a un usuari de la UPC s'activa el sistema de 
MailToTicket, aquest sistema actualment el que fa és tractar el correu amb un conjunt de 
mòduls que ja existeixen i no han sigut descrits pel client. L'últim mòdul, que hem 
anomenat a la figura com a "classificació intel·ligent" és un mòdul implementat per a 
intentar fer una primera classificació mitjançant unes regles molt bàsiques. Aquest paquet 
de regles bàsiques han sigut desenvolupades durant el temps pels dispatchers que han 
anat observant patrons en l'enviament de correus, tot i que en la majoria de casos això no 
és així, per tant quan un correu no és classificat mitjançant aquest sistema, queda 
pendent de ser tractat per un dispatcher i és feina d'aquest llegir el missatge, interpretar-
lo i crear el tiquet.
5. Un cop implementat, a aquests correus que no son classificats mitjançant les regles 
bàsiques, passaran al nostre sistema recomanador, a aquest li enviarem el cos del 
missatge i la capçelera, mitjançant una API que hem desenvolupat, aquesta API serà el 
nexe d’unió entre el sistema recomanador que hem desenvolupat al projecte i el actual 
sistema de MailToTicket. El nostre sistema s’encarregarà de retornar al dispatcher  les 
dades necessaries per a la creació d’un nou tiquet, és a dir, l’equip resolutor, el servei, el 
subservei i el producte. 
En aquest punt el nostre sistema s’encarregarà de tractar el nou missatge mitjançant el 
mateix conjunt de regles que hem fet servir per al tractament de la base de dades 
original. És en aquest punt on s’incorpora l’històric de missatges anteriors per a fer la 
recomanació, el nostre sistema, mitjançant un algorisme, buscarà la similitud entre el nou 
missatge i els missatges emmagatzemats a la taula i retornarà la informació pertanyent a 
l'entrada que més s’hi assembli per a entregar-li al sistema de MailToTicket.
6. Un cop el sistema de MailToTicket tingui tota la informació necessària per a la creació 
d’un tiquet, el dispatcher s’encarregarà d’assignar aquesta informació a un nou tiquet i 
l’enviarà al sistema GN6 ja existent, aquest és el pas clau, el dispatcher ja no haurà de 
llegir el missatge ni comprendre’l, simplement haurà d’omplir els camps que el nostre 
sistema recomanador ha retornat.
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!7. El sistema GN6, és on s’emmagatzemen els tiquets ja tancats i on els equips resolutors 
saben quins tiquets tenen pendents, és a dir, a aquest sistema és on resideix la Base de 
Dades que ens va proporcionar l’empresa, una Base de Dades amb molta informació que 
no ens interessa per al nostre sistema. 
8. Aquest sistema anirà lligat amb el nostre sistema recomanador, ja que d’aquí és d’on 
extraurem tota la informació de missatges històrics que existeixen fins ara un cop el 
sistema sigui desenvolupat.
D’aquesta Base de Dades original és d’on obtindrem la informació necessària per a crear 
la nostra nova Taula de la Base de Dades neta.
9. L’últim pas que seguirà el sistema un cop implementat serà la retroalimentació del 
sistema GN6 amb el nostre sistema recomanador i que es considera clau perquè el 
nostre sistema mai deixi d’aprendre. Hem de definir un espai de temps pel qual, el nostre 
sistema es connectarà amb el mòdul GN6 per a incloure dins la Base de Dades nova, la 
que fem servir per al sistema recomanador, els tiquets que s’hagin tancat i que encara no 
hi siguin dins la Base de dades.
Aquest últim punt és clau, ja que el nostre sistema anirà aprenent amb el pas temps de tots 
els missatges que arribin, el que és interessant, ja que el temps avança i els temes del 2012 
s’han actualitzat i han patit canvis.
Un cop implementat el nostre sistema i reproduïts els tests que hem creat, hem detectat que 
tenim aproximadament un 70% d'encert en les solucions que donem als dispatchers per tant 
hem calculat que el client guanya pot guanyar aproximadament 8,75 hores de mitjana al 
mes amb l'automatització d'aquest sistema, aquestes 8,75 hores al mes sumen un total de 
105 hores a l'any, és un guany important respecte a una tasca repetitiva. El client podrà 
dedicar aquestes 8,75 hores al mes a realitzar una altra tasca que requereixi més temps i 
tingui més importància.
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!5. Abast del projecte
El resultat d’aquest Treball de fi de Grau es basarà en el disseny i integració d’un modul 
recomanador, que a continuació es detalla:
5.1.  Sistema recomanador
Es creara un software com a forma d’eina de suport per a realitzar la classificació dels 
tiquets nous que arriben al sistema actual de Tiqueting de l’Inlab mitjançant MailToTicket. 
El sistema anira enfocat a automatitzar el sistema de tiqueting de l’InLab optimitzant la 
usabilitat i el procés que s’inicia un cop un l’usuari envia un correu anunciant un problema 
fins que arriba al seu equip resolutor. De cada missatge n’extraurem nou la informació que 
ens interesa i serà el que compararem amb la nostra base de dades, mentre que dels 
tiquets antics ens interesarà el missatge, tant com el equip resolutor, el servei, el producte, 
el subservei i l’assumpte.
Cada cop que es resolgui un tiquet aquest passara a formar part de la base de dades de 
tiquets antics fent aixì que el mostreig de tiquets es vagi fent més ampli i d’aquesta manera 
el nostre sistema millori la seva eficacia.
5.2.  Possibles handicaps
5.2.1. Temporalitat limitada
El TFG s’ha de realitzar en un temps limitat marcat per unes dates fixades per a la facultat. 
Qualsevol problema, bug, o estancament que es pugui produir s’haurà de gestionar 
correctament perquè no esdevingui un problema major. 
5.2.2. Desconeixement
És possible que el desconeixement que tenim sobre les eines amb les que treballarem sigui 
un handicap ja que ens pot fer invertir més temps de l’esperat en tasques en principi fàcils.
Buscarem sempre solucions adaptades a coneixements que ja tinguem per a poder sortejar 
aquests obstacles.
5.2.3. Idioma
Un obstacle que podem trobar és degut a l'idioma dels tiquets, ja que en aquest camp no 
tenim les mateixes eines per a treballar amb idiomes com poden ser l'anglès o el castellà 
així com en català. Això podria arribar a ser un problema, ja que al tractar-se d'una base de 
dades de la Facultat d'Informàtica de Barcelona, un gran nombre de tiquets vénen escrits en 
català. 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!6. Metodologia de treball
Per a poder dur a terme aquest treball amb èxit, hem definit una metodologia de treball que 
hem seguit durant tota la seva duració. La metodologia ha sigut estructurada en quatre 
fases formades per diferents tasques:
1. Fase Inicial: GEP
2. Segona fase: Hem fet un anàlisi i una especificació dels requisits que necessitem per 
al correcte desenvolupament del projecte.
3. Tercera fase: A aquesta fase, a partir de l’especificació dels requisits, hem fet el 
disseny final del sistema i les proves de QA que hem necessitat per a verificar el 
correcte comportament del sistema.
4. Última fase: Preparació de la defensa oral.
 
Figura 2. Metodologia de treball
Per tal de prevenir possibles riscos en la pèrdua d'informació, hem anat fent copies de 
seguretat de tota la documentació i del codi font generat. La còpia de la documentació s’ha 
fet a Google Drive, mentre que pel codi font s’ha mantingut un control de versions a un 
repositori hostatjat en un compte de GitHub. 
!15
!6.1. Eines de seguiment 
Per a realitzar un correcte seguiment del projecte, hem utilitzat dues eines per agilitzar-ne el 
desenvolupament. 
6.1.1 GitHub 
GitHub [5] és un repositori de gestió de projectes dotat d'una interfície web, està realitzat 
sobre Git i ens proporciona la gestió de les versions per a la fase de desenvolupament, ja 
que tindrem control de canvis de codi que anem fent i permet fer modificacions sense 
"trencar" les anteriors.
6.1.2 Trello
Trello [4] és un software d’administració de projectes. Aquesta eina s’utilitzarà amb el 
director del projecte i ens servirà per a portar un seguiment de les tasques que s’hauran de 
realitzar durant el desenvolupament del projecte i portar un control dels avenços que 
s’aniran fent.
6.2. Mètodes de validació 
En el seguiment de totes les fases del desenvolupament del projecte, existiran uns mètodes 
de validació en forma de conceptes diferents: 
6.2.1 Tasques de validació
Al final de cada una de les diferents fases de desenvolupament del projecte, es realitzarà 
una tasca d’avaluació a on es detallaran i documentaran tots els problemes, incidències i 
imprevistos que hagin pogut sorgir.
L’agent validador del nostre sistema serà l’encarregat d’indicar si els resultats que obtenim 
amb l’execució del nostre sistema són els correctes i donar així llum verda a l’implantació 
d’aquest a producció.
6.2.2 Reunions de seguiment amb el director
Es realitzaran reunions presencials amb el director del projecte amb la finalitat de resoldre 
problemes i dubtes que surtin, així com per a definir l’orientació del treball, corregir errors i 
planificar tasques a curt termini. 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!7. Planificació temporal
La temporalitat d’aquest Treball de fi de Grau està delimitada entre el mes de septembre del 
2017 i el Juny del 2018. Per poder assolir els objectius mencionats anteriorment a la data 
límit, hem definit un conjunt de tasques i recursos que han intervintug en el seu 
desenvolupament.
Aquest Treball de fi de Grau té una temporalitat de 10 mesos per complir el conveni de 
Cooperació Educativa per a la realització de pràctiques acadèmiques externes curriculars, 
vinculat amb aquest projecte. Per aquest motiu, l’inici es va esdevenir al septembre de 2017 
per realitzar les 736 hores del contracte firmat amb InLab FIB. Les hores de treball de inlab 
son únicament dies de la setmana mentre que el càlcul del projecte son incloent caps de 
setmana.
Data inici: 15 de Septembre de 2017
Data final: 18 de Juny de 2018 (data prevista per la entrega de la memòria del projecte)
Nombre d’hores que es treballa cada dia: 4 hores/dia
Duració en hores: 728, 182 dies(contracte firmat)
Hores pressupostades: 520, 130 dies (Treball final de grau)
Cal dir en aquest punt que el desenvolupament del projecte no ha començat el 15 de 
Septembre, en aquesta data el que comença es el conveni amb l’empresa inLab. El projecte 
te una data final el dia 25 de Juny, tot i que hem comptat fins el dia 18 ja que ha d’estar 
enllestit per a l’entrega de la memòria final.
7.1. Descripció de les tasques i recursos 
7.1.1. Tasques
Per a poder assegurar el desenvolupament correcte del projecte, aquest l’hem dividit en 
quatre fases ben diferenciades:
Fase 1:
La primera fase està formada per l’assignatura semipresencial de Gestió de Projectes 
(GEP). Aquesta fase consta de diverses subtasques referents als lliurables que s’han d’anar 
lliurant al llarg del mes de setembre i d’octubre.
Fase 2:
La segona fase consta del bloc format per la fase d’anàlisi i especificació de requisits. Es 
basa en modelar el que serà l’arquitectura del sistema a construir: el model d’arquitectura 
d’alt nivell, el model de dades i processos, el model de sistemes i el model organitzatiu de 
l’equip informàtic.
!17
!Fase 3:
La tercera fase és la que comprèn tot el desenvolupament del projecte. La comprenen les 
tasques de documentar el pla d’acció i tota la implementació de tot el sistema prèviament 
especificat en les fases anteriors.
Fase 4:
La quarta i última fase és la que engloba tot el treball realitzat al llarg del projecte: el 
desplegament del sistema, el testeig de l’aplicació i finalment la preparació per a la defensa 
oral.
7.1.2. Diagrama de Gantt
Amb el diagrama de tasques el que hem volgut és mostrar una representació gràfica de les 
fases de la taula següent on podrem observar més fàcilment el workflow entre les tasques.
# Fases: Representem les fases amb els mateixos colors que a la taula anterior.
# Tasques: Cada fase està composada per una o varies tasques.
# Subtasques: Són les unitats més atòmiques en el diagrama. 
 
Figura 3. Diagrama de Gantt.
Aquest mateix diagrama de Gantt el veurem ampliat al final del document, a l’Annex.
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!A la següent taula veurem la descrició temporal de les tasques i les seves subtasques.
7.1.3. Taula de tasques
Taula 1. Taula de tasques del projecte
ID Tasca Duració Inici Fi Predecessor
1 Fase Inicial: GEP (Fase 1) 50 dies 1/03/18 20/04/18
2 Tasca 1: Lliuraments GEP 40 dies 1/03/18 09/04/18
3 Subtasca 1.1: Lliurable 1 - Abast del projecte i 
contextualització
6 dies 1/03/18 06/03/18
4 Subtasca 1.2: Lliurable 2 - Planificació temporal 6 dies 7/03/18 12/03/18 3
5 Subtasca 1.3: Lliurable 3 - Gestió econòmica i 
sostenibilitat
7 dies 13/03/18 19/03/18 4
6 Subtasca 1.4: Lliurable 4 - Presentació preliminar 13 dies 20/03/18 02/04/18 5
7 Subtasca 1.5: Lliurable 5 - Plecs de condicions 7 dies 3/04/18 09/04/18 6
8 Subtasca 1.6: Lliurable 6 - Presentació oral i document 
final
11 dies 10/04/18 20/04/18 6
9 Fase d’Ànalisi i Especificació de Requisits (Fase 2) 9 dies 21/04/18 29/04/18 1
10 Tasca 2: Ànalisi de Requisits 9 dies 21/04/18 29/04/18 1
11 Subtasca 2.1: Obtenció de requisits 2 dies 21/04/17 22/04/18 1
12 Subtasca 2.2: Analisi dels requisits 2 dies 23/04/18 24/04/18 11
13 Subtasca 2.3: Enregistrament de requisits 2 dies 25/04/18 26/04/18 12
14 Subtasca 2.4: Requisits de software 2 dies 27/04/18 28/04/18 13
15 Subtasca 2.5: Arquitectura d’alt nivell del projecte. 1 dia 29/04/18 29/04/18 14
16 Fase de desenvolupament (Fase 3) 48 dies 30/04/18 14/06/18 9
17 Tasca 3: Pla d’acció 6 dies 30/04/18 05/05/18 9
18 Subtasca 3.1: Implementació de les noves tecnologies 2 dies 30/04/18 01/05/18
19 Subtasca 3.2: Especificacions de seguretat 1 dia 02/05/18 02/05/18 18
20 Subtasca 3.3: Pla de manteniment 1 dia 03/05/18 03/05/18 19
21 Subtasca 3.4: Pla de formació 1 dia 04/05/18 04/05/18 20
23 Tasca 4: Implementació 46 dies 30/04/18 14/06/18 9
24 Subtasca 4.1: Tractament de dades 5 dies 30/04/18 04/05/18 9
25 Subtasca 4.2: Creació del sistema de classificació 41 dies 05/05/18 14/06/18 24
26 Subtasca 4.3: Proves i avaluació 46 dies 30/04/18 14/06/18 9
27 Fase Final (Fase 4): Tasques de finalització 3 dies 15/06/18 18/06/18 16
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!7.1.4. Distribució de l’esforç
Com a resultat de la planificació de tasques mitjançant el Gantt, hem obtingut el nombre 
d’hores requerides per a cada fase i el seu pes en la seva totalitat. Hem determinat que es 
dedicaran 4 hores/dia per a poder complir el termini del projecte. 
Taula 2. Distribució de l’esforç per fases
7.1.5. Recursos
7.1.5.1. Recursos humans
Per a la realització d’aquest projecte ha sigut necessària la participació de diversos rols 
descrits a continuació:
Taula 3. Llistat de recursos humans
Fase Duració Pes (%)
Fase Inicial (Fase 1): Gestió de Projectes (GEP) 50 dies (200 h) 38,4%
Fase d’Anàlisi i Especificació de Requisits (Fase 2) 9 dies (36 h) 6,9%
Fase de Desenvolupament (Fase 3) 48 dies (192 h) 37%
Fase Final (Fase 4): Tasques de finalització 3 dies (12 h) 2,3%
Documentació del projecte i reunions de control 80 h 15,4%
TOTAL: 130 dies (520 h) 100%
Rol Descripció
Cap de projecte És l’encarregat de coordinar les tasques de tots els rols, en 
termes d’organització i mediació, per tal d’aconseguir un 
òptim funcionament de totes les parts
Administrador de la base 
de dades
Serà el responsable de dissenyar, desenvolupar i mantenir 
les bases de dades.
Desenvolupador Serà l’encarregat de desenvolupar el sistema de 
classificació del tiqueting de l’InLab
Validador extern (Analista) Serà l’encarregat de validar que la precisió de la solució 
donada pel sistema és correcte
Expert Serà l'encarregat de donar-nos suport a l’hora d’escollir una 
solució o una altra.
Tester QA Serà l’encarregat de fer els test i comprovar el correcte 
funcionament del sistema
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!7.1.5.2.Recursos materials
Apart dels recursos humans requerits, també han sigut necessaris uns recursos materials 
per poder a dur a terme el projecte:
Taula 4. Llistat de recursos materials
7.1.5.3. Recursos de software
Finalment, a més a més dels recursos humans i materials requerits, també hem fet servir 
software de desenvolupament  ja existent:
Taula 5. Llistat de recursos software  
Recurs Finalitat
MacBook Pro 13’ 2015 Desenvolupament del projecte, tractament 
de les dades i creació del sistema
Servidor InLab Servidor on s’emmagatzemen els tiquets
Recurs Finalitat
Python Llenguatge amb que desenvoluparem la solució al problema
MongoDB Base de dades ágil amb la que tractarem al projecte
Google Drive Emmagatzemar còpies de seguretat de documents
Pages Software per a la documentació de tot el projecte
GanttProject Software per desenvolupar el diagrama de Gantt
GitHub Software per a mantenir les copies del codi del nostre projecte
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!7.2.Valoració d’alternatives i plà d’acció
Durant el transcurs del projecte, hem detectat que poden aparèixer possibles incidències 
que poden alterar la planificació realitzada inicialment.
La fase del projecte on més desviacions de temps podrien haver aparegut és la fase de 
desenvolupament. Per això aquesta fase té assignat un major pes temporal respecte a les 
altres fases, per a poder cobrir qualsevol incidència que aparegui dins aquesta fase.
Hem afitat la duració del projecte fins a meitat de juny, d'aquesta manera si en qualsevol 
moment haguéssim requerit un temps extra, podríem comptar amb una setmana per a 
finalitzar el projecte totalment.
 
A continuació es mostren els obstacles que han pogut sorgir en el desenvolupament del 
projecte:
Taula 6. Valoració de riscos i pla de contingència
En cas que s'hagués requerit més temps per poder finalitzar tot el desenvolupament del 
projecte, s'haguessin realitzat les següents accions per no provocar una important desviació 
respecte a la planificació inicial:
# Augment del temps de dedicació: Increment de les hores diàries dedicades al 
projecte per tal de poder complir els terminis estipulats per realitzar el projecte en un 
quadrimestre.
# Prioritzar les funcionalitats principals: Dedicació d’un major temps en acabar les 
funcionalitats principals que ofereix l’aplicació. I totes les funcionalitats secundàries 
passaran a un segon pla de desenvolupament.
Risc Gravetat Pla de contingència
Aparició de noves 
funcionalitats o canvis
Baixa S’avaluaran tots els canvis que apareguin de 
noves funcionalitats i es decidirà si són factibles 
dins del termini del projecte
Falta de temps per acabar 
el projecte
Mitja Es realitzaran reunions setmanals amb el 
director del projecte per adequar la temporalitat 
del desenvolupament del projecte.
Poca experiència en 
desenvolupament
Mitja Es demanara ajuda a l’expert del projecte, es 
consultarà informació d’ajuda a internet.
Pèrdua d’informació del 
codi font del projecte
Baix Es recuperara del repositori de GitHub tot el 
codi.
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!7.2. Anàlisi de desviacions temporals
En aquest apartat repasarem finalment com ha quedat repartit el pes total del projecte en 
respecte a les hores que haviem calculat inicialment i les hores que hem hagut de dedicar 
per arribar a la solució final. 
Taula 7. Desviacions temporals 
Un cop fet l’anàlisi de la desviació temporal del projecte, hem vist que l’estudi previ a les 
hores que hauriem de dedicar va ser força acurat, unicament ens hem desviat 4 hores més 
del que esperavem. Aquesta desviació ha vingut donada bàsicament per la part de la 
documentació del projecte i les reunions de control del projecte amb el client.
Fase Duració estimada Duració total Pes Total(%)
Fase Inicial (Fase 1): Gestió de 
Projectes (GEP)
50 dies (200 h) 50 dies (200 h) 38,2%
Fase d’Anàlisi i Especificació de 
Requisits (Fase 2)
9 dies (36 h) 6 dies (24 h) 4,6%
Fase de Desenvolupament (Fase 3) 48 dies (192 h) 49 dies (196 h) 37,4%
Fase Final (Fase 4): Tasques de 
finalització
3 dies (12 h) 2 dies (8 h) 1,5%
Documentació del projecte i reunions 
de control
20 dies (80 h) 24 dies(96 h) 18,3%
TOTAL: 130 dies (520 h) 131 dies(524 h) 100%
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!8. Gestió econòmica
8.1. Identificació i estimació de costos
En aquest bloc hem realitzat una identificació i estimació de costos de tots els elements que 
engloben el projecte.
A continuació hem identificat quins són els costos aplicats als recursos humans, recursos 
hardware, recursos software, els costos indirectes, els imprevistos que poden sorgir i 
contingències. Amb tots aquests costos identificats, s’ha estimat quin serà el pressupost 
total necessari.
8.1.1. Recursos humans
Per poder realitzar la totalitat del projecte, ha sigut necessaria la intervenció de diferents 
rols.
La remuneració associada a cada rol s’ha deduït a través de l’estudi de remuneració 
realitzat per Page Personnel [6] [7] a l’any 2017, el qual mostra la remuneració anual de 
cadascun dels següents rols:
Taula 8. Pressupost de recursos humans
Més concretament, la remuneració de cada rol s’ha càlculat segons la mitja entre el màxim i 
el mínim que la web [6] [7] on hem consultat ens mostra i aplicant la següent formula:
Remuneració (€/h) = Sou anual promig entre max i min/240(dies laborables)/8(hores/dia). 
Rol H o r e s 
estimades
Remuneració (€/h) Cost estimat 
(€)
Cap de projecte 64 h 29,44 (€ Bruts/h) 1.884,16 €
Administrador de la base de 
dades
10 h 14,06 (€ Bruts/h) 140,6 €
Analista 36 h 23,43(€ Bruts/h) 843,75€
Desenvolupador(Colaborador 
UPC)
334 h 8,5 (€ Bruts/h) 2.839 €
Tester o validador QA 56 h 19,53 (€ Bruts/h) 1.093,68 €
Expert 20 h 33,85(€ Bruts/h) 677,08€
TOTAL 520 h - 7.482 €
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!8.1.2. Recursos hardware
Hem estimat que els recursos hardware que fem servir en el projecte, tenen una vida útil de 
4 anys. Per deduir el cost d’amortització per hora hem establert que 1 any de vida útil són 
240 dies laborables a un ritme de treball de 4 hores diàries. Suposem que l’ordinador es fa 
servir 100% per al projecte.
Taula 9. Pressupost de recursos hardware
El cost d’amortització hem càlculat segons: Cost d’amortització(€)= Preu * 
(mesos_projecte/mesos_de_vida) = 1.505*(10/(12*4)) = 313,54 € en el cas del MacBook 
Pro 13’. 
Hardware Preu (€) Vida util Duració projecte C o s t 
e s t i m a t 
(€)
M a c B o o k P r o 
13’ [12]
1.505 € 4 anys 10 mesos 313,54 €
Servidor 1500 € 4 anys 10 mesos 312,5 €
TOTAL 3005 € - - 626,04 €
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!8.1.3. Recursos software
Hem estimat que els recursos software que fem servir en el projecte, tenen una vida útil 
d’un any. Per deduir el cost d’amortització per hora hem establert que 1 any de vida útil són 
240 dies laborables a un ritme de treball de 4 hores diàries.
Taula 10. Pressupost de recursos software
El cost d’amortització l’hem càlculat segons:
Cost d’amortització (€/h) = Preu / (1 any * (240 dies laborals * 4 hores/dia)) 
Software Preu (€) Hores estimades Cost 
amortització(€/h)
Cost estimat 
(€)
Pages 0 € No transcendeix 0 (€/h) 0 €
Google Drive 0 € No transcendeix 0 (€/h) 0 €
Studio 3T 0 € No transcendeix 0 (€/h) 0 €
Terminus 0 € No transcendeix 0 (€/h) 0 €
Python 0 € No transcendeix 0 (€/h) 0 €
MongoDB 0 € No transcendeix 0 (€/h) 0 €
GitHub 0 € No transcendeix 0 (€/h) 0 €
Pycharm 
Professional 
edition [10]
199€/any No transcendeix 0 (€/h) 199 €
Gantt Project 0 € No transcendeix 0 (€/h) 0 €
TOTAL 199 €
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!8.1.4. Costos indirectes
Existeixen diversos costos indirectes entorn al desenvolupament del projecte. Per una 
banda cal comptabilitzar les despeses sorgides pel consum energètic, ja que tots els 
dispositius hardware són alimentats amb energia elèctrica. A més disposarem d'una 
connexió a Internet de 300 MB/s de descàrrega, per optimitzar el temps d'ús de navegació, 
en la despesa d'internet únicament comptabilitzem el de casa ja que al lloc de treball tenim 
connexió de la xarxa universitària.
Altres despeses que han sorgit són l'ús del transport públic, ja que periòdicament s’han 
realitzat reunions amb el director del projecte a la facultat.
Per a l'emmagatzemament de dades amb les que tractem és necessari un servidor, aquest 
servidor serà el mateix que fem servir per al sistema MailToTicket, per tant no tenim un cost 
extra al projecte derivat del servidor.
Taula 11. Pressupost de costos indirectes
Producte / Servei Preu (€) Període Cost estimat (€)
Consum energètic [8] 0,15 €/kWh 520 hores 9,54 € 
Connexió a Internet [9] 26,95 €/mes 6 mesos 161,70 €
Transport Públic T-Jove 4 zones [11] 244 €/3 mesos 6 mesos 488 €
Servidor 0 €/any 1 any 0 €
TOTAL 659,2 €
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!8.1.5. Imprevistos
Tot i que el projecte està planificat per acabar-se el dia 18/06/2018 (una setmana abans de 
la defensa oral), és molt possible que es requereixin més dies per poder acabar-lo amb 
garanties per ser presentat al termini que estableix la facultat.
Hem definit uns imprevistos als que els hi hem assignat una probabilitat d’ocórrer, tot seguit 
calcularem el cost d’aquests imprevistos.
Taula 12. Cost de imprevistos
Càlculem el cost per hora fent una mitjana dels rols que actuarien per a cada imprevist 
segons el tipus d’imprevist.
8.1.6. Contingències
Com a mesura de contingència, hem establert un marge del 8% respecte a el total del 
projecte, ja que hem cregut que el pressupost és força ajustat per a un projecte de curta 
durada com aquest. 
Tipus d’imprevist Probabilitat Hores de treball Cost per hora Cost
Aparició de noves 
funcionalitats o canvis
0,15 15 18,97 € 284,55 € 
Falta de temps per 
acabar el projecte
0,25 4 dies (16 hores) 19,15 € 306,4 €
Poca experiència en 
desenvolupament
0,30 10 8,5 € 85 €
Pèrdua d’informació del 
codi font del projecte
0,5 2 8,5 € 17 €
TOTAL 693 €
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!8.1.7. Pressupost total
De tots els costos analitzats en l’entorn del projecte, n’hem extret el cost estimat del 
pressupost total:
Taula 13. Pressupost total estimat
8.2. Control de gestió
Per tal que el projecte avanci amb totes les garanties, hem realitzat un control de gestió per 
avaluar les possibles desviacions que han sorgit diàriament.
Per portar-ho a terme, cada dia hem anotat les hores que cada rol ha dedicat al projecte. I 
com hem observat no tots els rols han intervingut diàriament. Aquestes hores les hem 
anotat a un full de càlcul.
Al finalitzar el projecte hem realitzat una comparativa entre les hores estimades i les reals 
que cada rol ha treballat, i la comparativa entre el cost estimat i el cost real es mostra en la 
següent taula:
Taula 14. Control de desviacions per cada rol
Concepte Cost estimat (€)
Recursos humans 7.482 €
Recursos hardware 626,16 €
Recursos software 199 €
Costos indirectes 659,24 €
Imprevistos 692,95 €
Cost parcial 9.659,35 €
Contingències (8%) 772,75 €
Total 10.432 €
Rol Hores 
estimades
Cost estimat Hores reals Cost real
Cap de projecte 64 h 1.884,16 € 70 h 2.060,8 €
Administrador 
BD
10 h 140,6 € 10 h 154,6 €
Analista 36 h 843,48€ 28 h 656,05 €
Desenvolupador 334 h 2839 € 338 h 2.873 €
Tester QA 56 h 1093,68 € 62 1.210,9 €
Expert 20 h 677,08€ 16 541,6 €
Total 520 h 7.482 € 524 h 7.497 €
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!Amb tota aquesta informació ha sigut possible càlcular les desviacions que s’han produït per 
cost, consum total, veure a on s’han produït i saber de quin tipus és.
Com hem vist a l’anàlisi temporal s’ha augmentat el cost total en 15€ pel fet que hem 
necessitat més hores de les que haviem previst. De totes maneres hem mantingut el 
pressupost relativament semblant, ja que la desviació d’hores no ha sigut gaire elevada.
L’única part del presupost afectada ha sigut la de recursos humans, ja que els altres 
recursos han sigut els definitius i no hem tingut imprevistos. Per tant el presupost total 
finalment és el seguent:
Taula 15. Cost definitiu del projecte.
Concepte Cost estimat (€)
Recursos humans 7.497 €
Recursos hardware 626,16 €
Recursos software 199 €
Costos indirectes 659,24 €
Imprevistos 692,95 €
Cost parcial 9.674,35 €
Contingències (8%) 774 €
Total 10.448,3 €
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!9. Sostenibilitat i compromís social
9.1. Informe de sostenibilitat
Un cop finalitzada l'enquesta d'autoavaluació de la sostenibilitat te'n adones que no la tenim 
tant en compte com hauria de ser.
Segurament la formació que rebem molts cops passa per alt aspectes com l'ambiental, 
l'econòmic i el social. Trobo que per sort a l'especialitat de sistemes de la informació sí que 
s'hi entra una mica en aquests aspectes i sobretot a algunes assignatures en especial.
El quadrimestre passat vaig cursar l'assignatura d'ASMI (Aspectes socials i mediambientals) 
i és una assignatura que està menyspreada pel fet de no tenir res d'informàtica però quan la 
fas veus que la informàtica no només és programar i programar sinó que hi ha moltes més 
coses al voltant, hi ha molts efectes secundaris que passem per alt i a la llarga acabarem 
pagant com la contaminació o la falta de reciclatge. En una branca com la informàtica 
s'hauria de ser molt més conscient de la quantitat de residus que es genera pel simple fet 
de ser una branca que avança tant ràpid i tots aquests residus van a parar a països del 
tercer món.
El problema no només és de contaminació sinó que tot això mou molts diners, existeixen 
mercats negres i molta màfia al voltant d'equips que no es reciclen i es tornen a vendre tant 
en bon estat com en mal estat, fins i tot fabriques on treballadors es juguen la vida respirant 
fums verinosos intentant extreure metalls i materials apreciats, tot en condicions 
infrahumanes.
Per últim crec que tot això comporta un gran impacte social, ja que no només en l'àmbit de 
la informàtica sinó en tots els camps, al final ens queda la sensació que aquí als països del 
primer món és igual el que fem perquè mai pagarem el preu, però a la llarga i tant que el 
pagarem. No estem socialment educats i això és un problema però també es genera una 
sensació que socialment els països més pobres són socialment inferiors quan molts cops 
són més treballadors i saben més que nosaltres que és ser feliç amb poc.
Un cop analitzat creiem que el nostre és un projecte sostenible, ambientalment, 
econòmicament i socialment, aportem a la societat el que ens requereix el client amb un 
cost, com hem comentat anteriorment, molt competitiu i sempre intentant mantenir un 
impacte ambiental mínim.
Definitivament hauríem de prestar més atenció a aquests aspectes a l’hora de començar un 
nou projecte, és possible que preveient alguns fets a la llarga el nostre projecte sigui més 
sostenible. 
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!9.2. Dimensió ambiental
El desenvolupament del projecte ha provocat l’utilització de diferents recursos que afecten 
directament el medi ambient. Sobretot l'electricitat necessària per a fer funcionar els 
dispositius hardware (Macbook Pro, Servidor).
Aquests recursos tindran un impacte ambiental donat per l’electricitat que es consumirà 
durant la creació del producte així com el consum que es generarà a partir del manteniment 
en funcionament el servidor on s'emmagatzemen els tiquets. Així i tot el consum energètic 
un cop implantat el sistema no ha augmentat en respecte l’actual sistema de classificació de 
tiquets. No és possible reduir més l'impacte ambiental, ja que s’ha fet ús dels mínims 
recursos necessaris per a la construcció del projecte.
Aquest projecte té una vida útil molt llarga però com hem dit abans no augmentarà el cost 
ambiental de l’actual sistema de tiqueting a l’inlab, i durant la seva vida útil en cap moment 
necessitarà més recursos dels que necessita ja el sistema. En cas que obtinguem una bona 
implantació fins i tot estalviaríem recursos, ja que els empleats encarregats de dur a terme 
la tasca de classificació de tiquets dedicarien els seus recursos a un altra tasca i això 
beneficiaria a la dimensió ambiental del nostre projecte.
Les puntuacions que hem atorgat als diferents apartats de la matriu de sostenibilitat, en 
l’aspecte Ambiental, són els següents:
Taula 16. Puntuacions sostenibilitat ambiental
Per les raons que hem comentat hem atorgat una puntuació de 9 en l’apartat de PPP ja que 
no tenim un consum energètic gaire elevat en la creació del sistema, simplement l’energia 
que consumeix un únic ordinador. 
En l’apartat de vida útil hem atorgat una puntuació força elevada, 18 punts sobre 20, 
també donat que aquest projecte no deixara una empremta ambiental important pel fet de 
que forma part d’un sistema ja existent. 
Per ultim en l’apartat de riscos hem atorgat una puntuació molt baixa, -2, ja que el risc més 
gran podria ser que no s’utilitzes el sistema i perdre el cost ambiental que ha causat el seu 
desenvolupament que en aquest cas ha sigut molt baix.
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PPP Vida Útil Riscos
Ambiental 9 18 -2
!9.3. Dimensió econòmica
Hem realitzat una completa planificació del projecte, estimant el cost de la seva realització 
en termes de recursos humans, hardware, software i costos indirectes.
Des del punt de vista de possibles actualitzacions hem arribat a la conclusió que serà un 
sistema tancat i en funcionament continu un cop implementat per tant una possible 
actualització no tindrà un impacte econòmic directe.
Pel que fa al cost total requerit pel projecte, si es compara amb altres projectes software 
d'altres empreses, es constata que és un valor molt ajustat. Per tant seria un projecte 
competitiu i viable.
Pel que fa a la temporalitat del projecte, hagués sigut possible acabar-lo en menys temps. 
Tanmateix, haguéssim hagut d'augmentar el pressupost dels recursos humans, ja que 
haguéssim requerit més personal o, per altra banda, augmentar les hores laborals diàries.
Pel que fa a reduir la utilització de recursos, és poc viable i força difícil, ja que actualment es 
fa ús dels mínims recursos necessaris per a la realització del projecte.
Durant la planificació d'aquest projecte hem pensat amb el Director en la possibilitat de 
col·laborar en algun altre projecte de la UPC amb una finalitat similar però en cap cas s'ha 
arribat a un punt concret.
En aquest projecte existeix la part de risc que no sigui viable l'aplicació sobre la pràctica, si 
el client estima que aquest sistema no l’ajuda a estalviar els recursos que pretén el més 
possible és que no es faci servir i per tant s’hagin destinat uns costos econòmics que al final 
no han tingut resultat com s’esperava i no han retribuït a l’empresa.
Les puntuacions que hem atorgat als diferents apartats de la matriu de sostenibilitat, en 
l’aspecte Econòmic, són els següents:
Taula 17. Puntuacions sostenibilitat econòmic
Per les raons que hem comentat hem atorgat una puntuació de 8 en l'apartat de PPP, ja que 
com hem comentat és un projecte amb un pressupost molt competitiu econòmicament.
En l'apartat de vida útil hem atorgat una puntuació elevada, 17 punts sobre 20, 
també donat que aquest projecte, ja que podria també implementar-se en altres àmbits de la 
UPC i de l'empresa inLab per un cost molt baix atès que la inversió gran ja està feta, només 
s'haurien d'aplicar retocs.
PPP Vida Útil Riscos
Econòmic 8 17 -7
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!Per últim en l'apartat de riscos hem atorgat una puntuació mitjana, -7, ja que podria ser que 
el projecte no s'acabés utilitzant i finalment l'esforç econòmic que s'ha fet no hages servit de 
res. Tot i així el risc és mitjà donat que com hem dit el pressupost és molt viable.
9.4. Dimensió social
Aquest projecte ha sigut desenvolupat per cobrir la necessitat concreta i real d'un col·lectiu 
tancat, es a dir per a la empresa InLab, per tant millorarà la qualitat de vida en el treball de 
les persones que s'encarreguen de dur a terme aquesta tasca en aquests moments i 
permetrà a l'empresa usar aquests recursos humans en un altra tasca.
Aquest treball per a l’estudiant ha significat una nova forma de veure el desenvolupament 
d’un projecte real amb tot el que això comporta. Ha hagut de prendre les seves pròpies 
decisions així com proposar noves idees a l’empresa i consensuar d’altres idees conjuntes 
amb la pròpia empresa. Ha sigut aprendre com autogestionar el temps per a arribar a bon 
port i a temps a acabar un projecte. Ha sigut aprendre a resoldre problemes eventuals que 
han sorgit durant la duració del projecte. També hi ha suposat aber saber amb qui parlar 
segons el tema que es volgués tractar. En aquest aspecte el TFG ha marcat unes pautes 
que han quedat ben clares de com s’ha de gestionar un projecte.
Existeix també el risc que la solució final no s’adapti del tot al que el client esperava i per 
tant a l’implementar-la generi un problema per al client i no una solució. 
Pot ser una bona oportunitat per a poder implementar una solució semblant en altres 
processos.
Pel que fa a reduir la utilització de recursos, no ha sigut viable i força difícil, ja que 
actualment es fa ús dels mínims recursos necessaris per a la realització del projecte.
Les puntuacions que hem atorgat als diferents apartats de la matriu de sostenibilitat, en 
l’aspecte Social, són els següents:
Taula 18. Puntuació sostenibilitat Social.
Per les raons que hem comentat hem atorgat una puntuació de 9 en l'apartat de PPP, ja que 
com a estudiant, m'ha aportat molt coneixement sobre l'evolució i seguiment d'un projecte.
En l'apartat de vida útil hem atorgat una puntuació elevada, 17 punts sobre 20, també donat 
que aquest projecte, d'anar com s'espera, aportarà un gran benefici als encarregats de 
realitzar la tasca monòtona que es realitza abans d'aquest així com beneficiarà l'empresa, ja 
que podrà invertir els recursos en altres tasques.
Per últim en l'apartat de riscos hem atorgat una puntuació mitjana, -9, ja que el risc més 
gran podria ser que no s'utilitzes el sistema no s'adaptés o no fos viable aplicar-ho finalment 
PPP Vida Útil Riscos
Social 9 17 -9
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!a la pràctica i no retribuís a l'empresa com ells esperaven ni als empleats que serien els 
beneficiaris del projecte.
9.5. Matriu de sostenibilitat
Amb la finalitat de desenvolupar un sistema sostenible en tots els seus eixos, hem avaluat 
l’impacte que pot tenir el projecte en l’entorn que s’emmarca des de les perspectives 
ambientals, econòmiques i socials, i s’ha generat una matriu de sostenibilitat que es mostra 
a continuació:
Taula 19. Matriu de sostenibilitat
Hem obtingut un total de 60 punts a la matriu de sostenibilitat, un resultat que creiem que és 
molt valid i reflexa la competitivitat del nostre projecte, tal i com hem comentat a mida que 
hem explicat les puntuacions.
PPP Vida Útil Riscos
Ambiental 9 18 -2
Economic 8 17 -7
Social 9 17 -9
Rang de 
Sostenibilitat
26 52 -18
60
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!10. Anàlisi i especificació de requisits
A aquesta fase el nostre objectiu és comprendre totalment els requisits que ens demana el 
client per a poder oferir una solució que s'adapti correctament al seu problema i l'ajudi a 
resoldre'l.
En aquest cas el nostre client és l'InLab de la FIB que coincideix amb l'empresa en què es 
desenvolupa el projecte, per tant en alguns casos ens trobarem que aquesta fase no és al 
cent per cent igual que una fase d'anàlisi i especificació de requisits d'un projecte extern per 
a una empresa privada. Quan diem que no és cent per cent igual parlem de la proximitat 
que existeix al ser un projecte intern, la comunicació entre les parts és molt més rapida i 
eficaç que en altres projectes.
Durant el projecte s'han dut a terme diverses reunions entre el client, el cap de projecte i el 
desenvolupador on s'han canviat, reforçat i millorat alguns punts. Sempre hem estat en 
contacte amb en Jaume Moral, el nostre validador, que ha sigut el nostre nexe d'unió amb 
l'empresa atès que actualment és l'encarregat de dur a terme la tasca de classificació dels 
tiquets que arriben a l'inLab.
La fase d'Anàlisi i especificació de requisits l'hem dividit en quatre punts bàsics que s'han de 
dur a terme sempre per a poder comprendre bé el que vol el client i que d'aquesta forma no 
hi hagin mal entesos entre les dues parts.
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!10.1. Obtenció de requisits
A la fase d'obtenció de requisits existeixen un gran nombre de tècniques per a obtenir 
informació. Aquestes tècniques és recomanable combinar-les per a obtenir els requisits 
complets. En aquesta tasca el client ens exposa els seus problemes, el seu entorn de treball 
i quina és la seva idea inicial per a resoldre aquests problemes.
Ens hem reunit, durant la duració del projecte, amb el nostre validador i encarregat de la 
tasca de Tiqueting de l'inLab, en Jaume Moral, aquest ens ha comunicat que la seva visió 
és crear un sistema que solucioni la tasca d'haver de llegir els correus que arriben amb 
problemes a la FIB, i que ell manualment ha de transformar en tiquet.
A més d'això la nostra plataforma ha d'interpretar el mail i ha de detectar els camps 
necessaris per a la creació dels tiquets. El client ens va demanar que aquest sistema fos 
integrat en forma d'API en comptes d'integrar-ho al sistema actual de MailToTicket ja que 
d'aquesta forma és una eina més accessible per a ell. En forma d'API també és més fàcil 
exportar el nostre sistema a altres tipus de sistema.
Per a dur aquesta tasca en Jaume ens va facilitar una base de dades amb l'històric de 
tiquets resolts fins al moment.
És important destacar també que abans de la versió final es va desenvolupar un prototip en 
forma d'API local, per a poder demostrar al Client els avanços i canvis. Alhora el client ens 
pot corregir punts del projecte que no esperava així i demanar canvis que s'esperen per a la 
versió final, tot això sempre complint amb els objectius del projecte.
Per altra banda el client ens pot ajudar a resoldre alguns dels problemes o a corregir punts 
que faltaven o en els que estàvem desencaminats.
Per últim afegir que en aquest punt s'obté molta informació sobre la forma en què s'efectuen 
les activitats i observar com es porten a terme els processos dins l'empresa.  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!10.2. Anàlisi de requisits
Un cop obtinguts tots els requisits que el client vol hem fet un anàlisi d'aquests, en estar 
treballant en un TFG en modalitat B, és a dir en modalitat d'empresa, tots els requisits que 
hem trobat durant el desenvolupament del projecte que han pogut ser poc clars, incomplets, 
ambigus o contradictoris, han sigut resolts rapidament i a mesura que han anat sorgint, no 
hi ha hagut cap moment en què haguem tingut un mal enteniment que hagi entrebancat el 
desenvolupament del projecte.
Al principi no hem tingut clar si el sistema serà desenvolupat com una plataforma integrada 
dins el sistema actual de MailToTicket que automàticament detectarà quin tipus de missatge 
entra nou i el classificara en forma de tiquet, o bé com una API externa que farà una funció 
d'ajuda a la presa de decisions. Finalment i després de reunir-nos amb el client, hem optat 
per la segona opció, ja que el client creu que per als seus interessos és millor fer un sistema 
extern, que en un futur projecte de l'inLab pugui ser aprofitable.
El nostre expert, en Tomàs Aluja, ens ha fet un seguiment del projecte i concretament en 
aquesta tasca ens ha ajudat a afrontar algun dels requisits que el client ens ha exposat 
sobretot en la part del càlcul de similitud entre missatges i en quins passos seguir i quins 
punts poden ser delicats per al desenvolupament del projecte.
Tampoc hem tingut gaire clar quina seria la plataforma sobre la que desenvoluparem la API 
que el client ens ha demanat, el nostre expert, en Tomàs Aluja, ens va ha deixat clar que la 
nostra millor opció és fer servir el framework anomenat Flask [19], ja que per les 
característiques del projecte i del framework és el que més s’adapta.  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!10.3. Especificació de requisits
El tercer punt d’aquesta fase ha sigut enregistrar tots els requisits obtinguts fins al moment. 
Per a dur a terme aquesta fase el que hem fet ha sigut trobar els principals casos d’ús del 
nostre sistema des del punt de vista del client, de l’usuari i del sistema.
10.3.1. Casos d’ús
Taula 20. Cas d’ús Processament de la DB
Taula 21. Cas d’ús Creació d’una nova taula a la DB
Cas d’ús Processament base de dades tiquets anteriors
Actor principal Sistema
Precondició
Existencia de la DB amb tiquets historics
Disparador
El sistema necessita fer servir les dades de tiquets històrics
Escenari principal
1. S’inicia el sistema
2. S’executa el codi necessari per a processar les dades de la DB
3. Si s’ha iniciat correctament el sistema ho notificarà
Cas d’ús Processament base de dades tiquets anteriors, Creació d’una nova 
taula a la DB
Actor principal Sistema
Precondició
- Existencia de la DB amb tiquets historics
- Execució del filtratge de la DB original
Disparador
El sistema necessita guardar les dades un cop processades de la DB original
Escenari principal
1. S’inicia el sistema
2. S’executa el codi necessari per a processar les dades de la DB
3. Les dades processades són guardades a una taula nova anomenada Messages
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!Taula 22. Cas d’ús Recepció d’un nou missatge
Taula 23. Cas dús Buscar similitud amb altres missatges.
Cas d’ús Recepció d’un nou missatge
Actor principal Sistema
Precondició
API activa
Disparador
El sistema rep una petició per part de la API
Escenari principal
1. La API rep una petició
2. S’executa el codi que és demana a la petició de la API
3. Es retorna via API el resultat de la demanda de la API
Cas d’ús Recepció d’un nou missatge, buscar similitud amb altres missatges
Actor principal Sistema
Precondició
- API activa
- Petició de similitud
- Es rep la informació del missatge correctament
Disparador
El sistema rep una petició de similitud a la API
Escenari principal
1. La API rep una petició de similitud d’un missatge
2. Es neteja el missatge a comparar
3. S’executa el codi que compara un missatge amb els de la DB
4. Es retorna via API el resultat de la similitud
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!Taula 24. Cas d’ús Introducció tiquet resolt a la DB
Taula 25. Cas d’ús creació de tiquets via correu
Cas d’ús Recepció d’un nou missatge, Introducció tiquet resolt a la DB
Actor principal Sistema
Precondició
- API activa
- Petició de guardar un tiquet nou
- Es rep la informació del tiquet correctament
Disparador
El sistema rep una petició de guardar un tiquet ja resolt a la DB nova.
Escenari principal
1. La API rep una petició per guardar un tiquet amb la seva informació
2. S’executa el codi que guarda un tiquet a la DB
3. Es retorna via API una notificació
Cas d’ús Creació de tiquets, via email
Actor principal Usuari
Precondició
- L’usuari té un problema a la FIB
Disparador
L’usuari necessita que se li resolgui un problema que te dins l’entorn de la FIB
Escenari principal
1. L’usuari entra al gestor de correu electrònic
2. Escriu un missatge on expressa el seu problema que es transformarà en tiquet
3. Rep una notificació de solució del missatge
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!Taula 26. Cas d’ús creació de tiquet via sistema de tiquets
Taula 27. Cas d’ús resolució de problema.
Cas d’ús Creació de tiquets, via sistema de tiquets
Actor principal Usuari
Precondició
- L’usuari té un problema a la FIB
Disparador
L’usuari necessita que se li resolgui un problema que te dins l’entorn de la FIB
Escenari principal
1. L’usuari entra a la intranet de la FIB
2. Obre un nou tiquet dins la intranet
3. Rep una notificació de solució del seu tiquet.
Cas d’ús Resolució del problema d’un usuari
Actor principal Equip resolutor
Precondició
- L’equip resolutor rep un nou tiquet
Disparador
L’equip resolutor ha de resoldre un nou tiquet d’un usuari.
Escenari principal
1. L’equip resolutor rep un tiquet nou
2. Resol el problema de l’usuari
3. S'emmagatzema el tiquet resolt al sistema
!
!10.3.2. Diagramas de casos d’ús
Figura 4. Cas d’ús del sistema
Figura 5. Cas d’ús d’usuari.
Figura 6. Cas d’ús de l’equip resolutor
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!10.4. Arquitectura del projecte
Afegim a continuació un esquema de l’arquitectura del projecte, aquest diagrama conté el 
funcionament intern del nostre projecte un cop és rep la solicitud de cerca de similitud d’un 
missatge per part del sistema de MailToTicket.
 
Figura 7: Arquitectura del projecte
El procés de treball del nostre sistema comença amb la creació del corpus. A partir d’aquí 
quan el sistema de MailToTicket ens envia un nou missatge amb el seu corpus i l’assumpte, 
aquest és rebut per part de l’API, i aquesta fa les crides necessàries al nostre sistema 
recomanador, per a obtenir la informació que necessita el sistema de MailToTicket.
El sistema recomanador interactua amb la base de dades que hem netejat per a cercar 
similituds i treballar en el mateix sentit que el missatge. Un cop s’ha retornat la informació 
que el sistema de MailToTicket ens ha sol·licitat, el nostre sistema recomanador ja ha fet 
tota la seva feina.
L’últim que fa el sistema depenent de la sol·licitud de la API és guardar tiquets ja resolts a la 
nostra Base de Dades per a futures cerques de similitud.
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!11.  Plans pel desenvolupament
11.1. Pla d’acció
Al nostre pla d'acció s'especifiquen tots els passos que hem de seguir pel correcte 
funcionament del nostre projecte, des de la instal·lació de les tecnologies que farem servir 
fins a com es mantindrà el projecte un cop estigui actiu i funcionant.
11.1.1. Implementació de les noves tecnologies
El primer pas en tot el pla d'acció és la implementació de les tecnologies que farem servir 
durant el projecte perquè aquest funcioni correctament, deixant clar a qualsevol persona 
externa, els passos que ha de seguir en un futur per a poder treballar amb la nostra 
plataforma, així com l'explicació de la implementació de les tecnologies que hem fet servir 
per a poder desenvolupar la plataforma des de l'inici.
# El primer que hem fet ha sigut procedir a la instal·lació de Python3. El 
desenvolupament del projecte s'ha dut a terme a un MacBook Pro on venia instal·lat 
per defecte Python però per a la integració d'algunes de les eines que fem servir 
hem hagut de fer servir Python3. Per a la instal·lació de Python3 simplement hem 
d'anar a la pàgina web de Python, descarregar la versió desitjada i procedir a la 
instal·lació. La instal·lació també es pot dur a terme mitjançant la línia de comandes.
# El següent pas ha sigut instal·lar MongoDB a la nostra maquina per a poder treballar 
amb la Base de Dades que l'inLab de la FIB ens va proporcionar des de l'inici, un 
cop instal·lat Mongo ja podem activar la nostra base de dades per a treballar amb 
ella.
# Per a poder treballar amb la Base de Dades teníem dues opcions, fer-ho des de línia 
de comandes o bé l'opció per la qual ens hem decantat, que ha sigut fer servir un 
programa que ens actues d'interfície gràfica per a poder visualitzar la DB. El 
software pel qual ens hem decantat ha sigut Studio 3T. Aquesta eina per defecte 
se'ns connecta al nostre local host pel que, si hem activat la nostra DB mitjançant la 
línia de comandes com hem comentat anteriorment, l'únic que hem de fer ara és 
connectar amb aquesta DB i ja podríem visualitzar tota la informació que conté.
# Per a la creació de l'API, hem instal·lat un microframework anomenat FLASK, per a 
la seva instal·lació hem fet servir la línia de comandes, amb la instrucció "sudo pip3 
install Flask". Un cop instal·lat el microframework ja hem pogut treballar còmodament 
amb aquesta eina.
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!# De la mateixa manera que per a treballar amb la DB teníem dues opcions, per a 
treballar amb les crides a la API també en tenim dues, treballar des de crides amb el 
navegador i observant resultats dins una pantalla de terminal, o la segona, per la 
que ens hem decantat, ja que ens sembla molt més còmode, fer servir un software 
que ens permeti fer crides HTTP des de la seva plataforma i poder visualitzar així els 
resultats que la nostra API ens retorna. El software que hem escollit s'anomena 
Postman [21], un software que era únicament de navegador i pel qual han sortit ja 
aplicacions d'escriptori. Per la instal·lació d'aquest software hem hagut d'anar a la 
seva pàgina web, descarregar-lo i instal·lar-lo. Un cop instal·lat ja podem fer crides a 
la url de la nostra API.
# Per últim hem necessitat diferents paquets de Python per a poder desenvolupar el 
nostre sistema, els paquets necessaris han sigut els següents:
○ NLTK: És un kit d'eines de llenguatge natural, un conjunt de biblioteques i 
programes pel processament del llenguatge natural. Al nostre projecte hem 
fet servir NLTK per a tokenitzar [19] textos i per a extreure stop words dels 
missatges amb què hem tractat.
○ Langdetect: És una eina que ens ha permès mitjançant l'entrada d'un 
missatge poder detectar el llenguatge en què aquest missatge està escrit.
○ Pymongo: És una llibreria de Python que ens permet connectar-nos a una 
base de dades MongoDB. Per tant és una llibreria necessària en el nostre 
projecte, ja que nosaltres introduïm i recuperem dades de la DB.
○ Difflib [23]: El modul difflib ens proporciona classes i funcions per a comparar 
seqüències a cadenes de text, llistes i tuples. En el nostre cas per a 
comparar diferents cadenes de texts. La classe Differ s'utilitza per a 
comparar línies de dues seqüències i obtenir les diferències trobades en un 
format llegible. Per a comparar les nostres cadenes de text el que fem servir 
és sequencematcher, que ens retorna una similitud entre 0 i 1 de dos arxius.
○ BeautifulSoup: És una biblioteca de Python que ens permet analitzar 
documents HTML i extreure informació de llocs web, en el nostre cas l'hem 
fet servir per a extreure la informació de possibles missatges que arribin en 
format HTML i que aquests no siguin perillosos per al nostre sistema.
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!11.1.2.Especificacions de seguretat
És essencial en el nostre projecte la seguretat, ja que tractem amb dades de caràcter 
personal, per tant sempre haurem d'estar atents i tenir en compte la Llei Orgànica de 
Protecció de Dades (LOPD).
Les dades personals del nostre projecte estan a la base de dades propietat de l'InLab, com 
que l'inLab actualment ja treballa amb aquestes dades, donem per fet que aquest projecte 
en formar part de l'inLab, serà segur en aquest aspecte.
No només hem de tenir en compta la protecció de les dades amb les quals treballem sinó 
que també podem ser atacats des de fora, ja que estem treballant en un projecte on rebem 
dades externes dels usuaris. Els usuaris podrien enviar-nos, mitjançant els missatges, 
informació maliciosa pel nostre sistema i els nostres equips. Per a evitar aquest problema 
s'ha afegit al tractament de les dades que rebem un tractament contra codi HTML per a 
poder extreure únicament la informació que volem.
11.1.3. Pla de manteniment
És molt important quan s'implementa un software nou, que aquest estigui ben documentat. 
En el nostre cas es tracta d'un projecte que és un Treball Final de Grau en modalitat 
empresa, del qual el desenvolupador un cop l'acabi, es desentendrà, ja que el seu contracte 
amb l'empresa acaba. Per tant ha de quedar un projecte ben definit on quedi ben explicat el 
seu funcionament per tal que qualsevol persona que en un futur vulgui treballar amb ell en 
sigui capaç.
Per a complir amb aquest propòsit es crearà un manual d'usuari de l'aplicació. Explicat pas 
per pas, així com quedarà afegit dins el codi explicacions del que està fent cada una de les 
funcions que s'executen.
En acabar el projecte quedarà ben lligat al que s'especificava al principi d'aquest per tant, 
no serà necessari actualitzar ni mantenir de no ser que s'hi vulguin afegir noves funcions a 
aquest. És un sistema de detecció i classificació de missatges que aprèn d'ell mateix així 
que de no ser que els missatges canviïn, el sistema haurà de funcionar igualment.
Per últim també es farà, un cop entregat el projecte, una exposició i una explicació d'ús 
perquè el client sàpiga com fer servir correctament el nostre sistema.
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!11.1.4. Pla de formació
El pla de formació del nostre projecte l'hem dividit en dues parts, en primer lloc un pla de 
formació per al desenvolupador que s'ha encarregat de construir el sistema i un pla de 
formació per al client un cop s'entregui el projecte.
Pla de formació pel client:
# Com hem explicat anteriorment, un cop el projecte sigui entregat, el client rebrà un 
manual d'ús del sistema per a aprendre el funcionament del nostre sistema.
# El client també rebrà una explicació practica sobre el funcionament del nostre 
sistema.
Pla de formació pel desenvolupador:
# Aquest projecte ha sigut desenvolupat dins un marc de cooperació educativa amb 
l'inLab de la FIB, per tant el desenvolupador o alumne, ha dut a terme unes hores de 
pràctiques dins l'empresa inLab. Aquestes hores de pràctiques li han servit al 
desenvolupador a formar-se i a aprendre els punts importants que porta el 
desenvolupament d'un projecte.
# Dins de les hores de pràctiques, el desenvolupador també ha sigut format 
específicament en les tasques que s'han de dur a terme per al desenvolupament 
pràctic d'aquest projecte, rebent l'ajuda de diverses entitats, com el cap de projecte, 
el client, el validador o l’expert, que s'han encarregat de formar al desenvolupador 
quan aquest ha tingut la necessitat.
# Per últim el desenvolupador ha dut a terme una pràctica d'autoaprenentatge durant 
el desenvolupament del projecte, mitjançant la qual he hagut d'aprendre el 
funcionament de les eines necessàries per al correcte funcionament del projecte.
# El desenvolupador també ha hagut de formar-se en diferents camps per a poder 
escollir les millors eines per a desenvolupar el seu projecte.
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!12. Implementació
La fase d'implementació és la més important del projecte i a la que més temps li hem 
dedicat, ja que òbviament el final per a tot projecte és complir el que el client ens ha 
sol·licitat a l'inici. Aquesta fase l'hem dividit diferents parts que tot seguit repassarem.
12.1. Tractament de dades
La primera part de la fase d'implementació és el tractament de les dades que tenim a la 
base de dades original que ens va proporcionar l’inLab. Aquest apartat coincideix amb 
l’objectiu numero 1 que ens hem marcat a l’inici del projecte. El nostre projecte s'anomena 
"Desenvolupament d'un sistema de recomanacions basat en contexts", doncs bé en 
aquesta subtasca tractarem amb aquests "contexts".
A l'inici del projecte el client ens va lliurar una Base de Dades amb els tiquets que s'han 
resolt fins ara, estem parlant aproximadament de 9.500 missatges compresos entre els anys 
2012 i l'any 2016. Aquests missatges anteriors que tenim a la base de dades seran els 
nostres contexts, tot i que, per a poder treballar amb la Base de Dades que el client ens va 
proporcionar hem de dur a terme un seguit de passos.
El primer que vam fer quan vam rebre la Base de Dades amb l'històric de tiquets va ser, 
observar aquests tiquets, mirar quins camps teníem i quins ens interessaven de veritat. A la 
base de dades històrica tenim un total de 34 camps, la majoria dels quals no ens interessen, 
ja que no ens aporten cap informació útil per al nostre sistema.
 
 
 
 
Figura 8: Llistat de camps de la base de dades històrica.
Un cop havíem observat i analitzat els camps de la base de dades proporcionada pel client, 
vam procedir a decidir quins camps ens serien necessaris per a la construcció del nostre 
sistema i quins no, aquest procés el vam dur a terme amb el Client i finalment de tots els 34 
camps, ens en vam quedar amb un total de 7, veient reduït substancialment la mida de la 
nostra base de dades per a construir els nostres contexts. Aquests camps van ser els 
següents.
 
Figura 9: Llistat de camps necessaris a la nostra nova taula
A les següents figures que trobarem és possible que hi hagi nombres que indexin una 
funció, aquests nombres en color verd, han estat afegits per a aclarir de quina part del codi 
parlem quan descrivim la funció.
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!Un cop decidits aquests camps el següent que havíem de fer era trobar la forma d'accedir, 
mitjançant Python, a la base de dades i un cop dins la base de dades extreure la informació 
que necessitàvem per a la creació d'una nova taula on només tinguéssim aquests camps 
que havíem escollit, a aquesta nova taula li direm també taula neta. Per a la connexió amb 
la base de dades hem fet servir el modul pymongo, hem creat una funció per a establir totes 
les connexions que es fessin a la base de dades original, per no haver de connectar cada 
cop i evitar replicar codi. La funció per a connectar amb la base de dades original és la 
següent.
Figura 10:  Connexió Base de Dades a DB original
Per a l’extracció de les dades de la base de dades original, hem desenvolupat la següent 
funció:
 
Figura 11: Funció take_data de DataCollection
Tot seguit descriurem el funcionament de la funció que veiem a la figura 11:
1. Veiem que rebem la collection  de la crida a la base de dades de tiquets històrics 
2. Procedim a fer un bucle per a recórrer totes les entrades de la DB original. En aquest 
bucle ens quedem (en ordre) amb l'identificador del missatge original, el missatge que es 
va enviar, l'equip resolutor que va ser encarregat de resoldre aquest tiquet i per últim el 
producte, l'assumpte, el servei tipus i el subservei que estan associats a un tiquet.
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!3. Veiem que el missatge és reenviat cap a una funció anomenada text_cleaner (3), durant 
l'observació que vam fer de la base de dades original, ens vam adonar que els cossos 
dels missatges estaven molt bruts, contenien molta informació que no ens aportava res. 
Per al correcte funcionament d'un sistema que compari un missatge amb un d'altre, hem 
d'entendre que aquests missatges han d'estar nets, ja que si no la comparació es veuria 
afectada negativament. Per tant vam decidir la incorporació d'aquesta funció text_cleaner 
que procedirem a explicar. Per a l'extracció de les dades la funció que hem desenvolupat 
és la següent. 
4. Per últim enviem les dades que hem extret de la base de dades original cap a la nostra 
nova taula Messages.
 
Figura 12: Funció text_cleaner de DataCollection
A aquesta funció que tenim a la figura 12 li enviem un raw_html que no és més que un 
missatge, un missatge "brut", aleshores procedim a tractar amb el nostre missatge fins que 
puguem retornar un missatge net i en perfectes condicions per a poder comparar un altre 
missatge nou amb ell.
El primer que fem amb el missatge és aplicar-li BeautifulSoup una biblioteca de la qual ja 
hem parlat anteriorment, que ens permetrà netejar el missatge de codi HTML, podent elegir 
quedar-nos només amb el cos del missatge extraient tags, a més durà a terme la important 
tasca d'evitar que ens introdueixin codi maliciós al nostre sistema, com hem explicat 
anteriorment.
Un cop tenim el missatge en text pla el que farem és passar totes les lletres majúscules a 
minúscules.
El següent pas correspon a una part molt important, hem detectat que molts dels e-mails els 
envien els mateixos usuaris, i aquests usuaris normalment demanen per temes semblants 
que ha de resoldre el mateix equip resolutor. Per a tractar amb aquests casos el que hem 
fet ha sigut detectar aquests e-mails i deixar-los escrits en la seva forma original, així quan 
el sistema detecti aquests correus a un nou missatge els tindrà en compta per a classificar-
los. 
Per altra banda tenim també el problema de les pàgines web, en aquest cas veiem que les 
pàgines web no tenen la mateixa importància que els correus per tant el que hem fet ha 
sigut substituir les paraules mes llargues de 15 caràcters (normalment webs) per la paraula 
“webormail” així quan en un correu es parli d’una pàgina web també es tindrà en compta.
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! 
Figura 13: Funció modifica_correus de MessageCleaner
A continuació eliminarem els accents mitjançant la següent funció de la llibreria Unicode, ja 
que d'aquesta forma ens serà més fàcil treballar, donat que molta gent quan escriu un 
missatge no té en compte els accents.
 
Figura 14: Funció elimina_tildes de MessageCleaner
Quan teníem els accents eliminats ens vam adonar que a la base de dades hi havia infinitat 
de missatges on hi havia caràcters entre les seves paraules, és a dir paraules de l'estil 
"Va---i__-xe%34ll" que vol dir "vaixell", per a solucionar aquest problema vam construir una 
funció que dividís una per una totes les paraules dels missatges buscant caràcters que no 
aporten cap informació ni valor, i un cop eliminats aquests torna a construir la paraula, 
aquesta funció és la que veiem anomenada com elimina_caracters i és la següent.
 
Figura 15: Funció elimina_caracteres de MessageCleaner
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!A la funció que veiem a la figura 15, carreguem un document de caràcters que no ens 
interessen i els afegim a una llista per a poder recórrer després les paraules lletra a lletra. 
Aquest document de caràcters l'hem extret d'internet i conté tots els caràcters que es poden 
escriure amb un teclat i que no ens interessen. Cal afegir que també inclou els números, ja 
que per exemple a un missatge no ens aporta res quin és el nombre de l'aula en què no 
funciona la pantalla de l’ordinador únicament ens importa que sigui una aula per saber quin 
és l'equip que ha de resoldre aquesta incidència. La nostra funció destria paraula a paraula i 
lletra a lletra, però finalment observem que retornem tota la frase ben escrita tal com ha 
entrat sense caràcters que embrutin.
Quan vam tenir les frases amb les paraules netes, ens vam adonar que entre els missatges 
teníem lletres que anaven soles, sense aportar cap significat ni cap pes al missatge, 
algunes d'aquestes lletres eren simplement de terminacions de nombres extrets a l'anterior 
funció per exemple quan l'anterior funció es troba alguna cosa de l'estil "1r lloc" quedaria un 
resultat així "r lloc", aquesta "r" no ens aporta res per tant i seguint el funcionament anterior, 
hem procedit a netejar també aquest tipus d'error. 
 
Figura 16: Funció elimina_letras_sueltas  de MessageCleaner
Com en el cas anterior a la figura 16 també hem carregat un document amb totes les lletres 
de l’abecedari per a eliminar-les una a una i acabar construint la frase de nou.
Tots aquests passos pot semblar que no serveixin de res però quan hem començat a 
integrar i buscar similituds entre missatges ens hem adonat que hi ha una gran diferencia 
entre els resultats quan el missatge no està ben net de quan el trobem net.
Per últim, possiblement aquesta és la part que més problemes ens ha portat, la part 
d'extreure stop words, un stop word o paraula buida, són totes aquelles paraules que 
manquen de significat per elles soles, per tant com que no tenen significat, al nostre 
projecte no tindran pes i no ens interessa mantenir-les.
Com que estem parlant d'un projecte d'e-mail, i a la FIB tenim estudiants de totes les parts 
del món, rebem missatges en molts idiomes diferents, tot i que majoritariament es reben en 
tres idiomes, Català, Castellà i Anglès, residualment algun en portuguès o en Italià tot i que 
aquest son molt pocs.
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!Els stop words en cada idioma són diferents i en el nostre cas, amb 9.500 missatges, fer 
una bona extracció d'ells ens pot fer una neteja molt gran de paraules que no aporten 
significat, per tant la primera idea que vam tenir va ser fer servir langdetect per a detectar 
l'idioma en què un missatge estava escrit, per a poder fer la neteja dels stop words 
únicament d’aquella llengua. Vam detectar que quan un missatge era curt, costava detectar 
l'idioma per tant finalment es va decidir fer una neteja de tots els stop words de tots 3 
idiomes en tots els missatges.
Els idiomes Castellà i Anglès són els dos idiomes més parlats del món, per tant existeix la 
funció de la llibreria NLTK que ens permet extreure els seus stop words, però en català hem 
hagut de crear la nostra pròpia llista de stop words. Finalment la funció que ens ha quedat 
ha sigut la següent. 
 
Figura 17: Funció stop_words de MessageCleaner
El primer que fem a la funció de la figura 17, és carregar els stop words del Castellà, de 
l’Anglès i del Català, un cop carregats hem actuat com anteriorment, recorrent una a una les 
paraules de les frases i escollit només aquelles que no existeixen dins la nostra llista de 
stop words.
Un cop acabem aquesta funció ja tindríem el nostre missatge net i tots els camps 
necessaris per a introduir a la nostra nova taula de la DB. Aquesta nova taula és la que 
farem servir per a cercar similituds entre nous tiquets i tiquets anteriors.
Per a guardar el missatge net a la nova taula de la DB el que fem és cridar a la següent 
funció que és insert_new_ticket() i ha sigut implementada a l’arxiu de tractament de la base 
de dades. 
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!Figura 18: Funció insert_new_ticket de MongoController
A aquesta funció de la figura 18 el que fem és invocar la connexió amb la nova taula de la 
DB i a partir d’aquí fer una petició d’insert amb les dades que ja hem netejat. 
L’arxiu de tractament de la base de dades serà explicat al següent apartat, l’apartat 
d’implementació.
Per últim afegirem un exemple d'alguns missatges bruts i els mateixos missatges ja nets 
nets.
Taula 28. Exemples de missatges nets
Id Missatge 310886
Missatge Brut <p>Dan una alarma contínua.</p> 
<p>STULZ  nº 1: 2 parapadeos "Sustituir deposito de humectación"</p> 
<p>STULZ nº 2 :  7 parpadeos "el agua de entrada al depósito no es apta, necesita sal"</p> 
Missatge Net dan alarma stulz stulz agua entrada apta sal
Id Missatge 700172
Missatge Brut [Tiquet creat des del correu de xxx.xx.xxx@est.fib.upc.edu del 19/10/2016 a les 22:23]<br/><br/>Hola,<br/
><br/> 
Queria preguntar si es posible volver a subir la memoria, mi ponente me <br/> 
la ha validado ya, pero me di cuenta de unos errores. He mirado por el <br/> 
Racó pero no me deja volverla a subir<br/><br/> 
Gracias,<br/> 
Missatge Net tiquet creat des correu xxx.xx.xxx@est.fib.upc.edu queria posible volver subir memoria ponente di cuenta 
errores mirado raco deja subir
Id Missatge 419807
Missatge Brut <p> Hola,</p> 
<p>Tenemos un problema de atutenticación en https://allegro.fib.upc.es/jenkins/</p> 
<p>Depende del navegador y del usuario, de manera aleatoria, no nos deja acceder al sistema. Nos devuelve 
una y otra vez a la pagina de login.</p> 
<p>Por ejemplo, el usuario carlos.person en su PC QUITO:</p> 
<ul> 
    <li>No le funciona en Chrome</li> 
    <li>Le funciona con Firefox</li> 
    <li>Si pone MAL la contraseña, muestra error de autenticacion</li> 
    <li>Si pone BIEN la contraseña, sigue pidiendo autenticacion sin mostrar error.</li> 
</ul> 
<p> </p> 
<p>Y el usuario xxxx.xxxxx.xxxxx en el PC xxxxxx:</p> 
<ul> 
    <li>Funciona en Chrome.</li> 
    <li>Funciona en Firefox.</li> 
</ul> 
<p>Y el usuario xxxx.xxxxx.xxxxxx en el PC sala reuniones B6 P0:</p> 
<p> </p> 
<ul> 
    <li>No funciona en Chrome.</li> 
    <li>Funciona en Firefox.</li> 
    <li>Si pone MAL la contraseña, muestra error de autenticacion</li> 
    <li>Si pone BIEN la contraseña, sigue pidiendo autenticacion sin mostrar error.</li> 
</ul> 
<p>Saludos,</p> 
<p>xxxxxx</p> 
<p> </p> 
<p> </p>
Missatge Net depende usuario manera deja acceder sistema vez pagina login ejemplo usuario pc quito chrome firefox pone 
mal muestra error pone bien sigue mostrar error usuario pc chrome firefox usuario pc sala chrome firefox pone 
mal muestra error pone bien sigue mostrar error saludos 
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!12.2. Creació del sistema de recomanació
Aquesta ha sigut la part més delicada del projecte. Abans d’entrar en detall de com hem 
implementat a producció el sistema recomanador, recalcarem el fet que no ha sigut una 
decisió fàcil ni presa a la valenta. 
Abans de prendre una decisió final sobre quin codi farem servir en la cerca de la similitud 
entre documents hem hagut de seguir uns passos que tot seguit exposarem:
# El primer que hem fet ha sigut informar-nos de quines formes es poden construir 
aquest tipus de sistema. Quines metodologies i mitjançant quins càlculs es poden fer 
servir per comparar cadenes de text.
# Un cop obtingudes les diferents formes de construir un sistema d’aquest tipus, hem 
escollit quatre formes diferents de fer-ho. Aquestes quatre formes de cercar la 
similitud han sigut implementades i adaptades al nostre corpus i a la nostra forma de 
treballar. Als quatre codis que hem creat els hi hem donat una sortida textual en 
forma de Json per a poder veure els resultats.
# Per últim hem testejat els quatre codis per a poder validar quina era la millor opció 
final a aplicar a la API. El testeig s’explica a l’últim subapartat.
Tot seguit exposarem les quatre formes que hem desenvolupat per a la cerca de similituds, 
s’exposaran amb el nom que li hem donat al codi i un cop explicats passarem a descriure 
com han sigut implementats:
# W2V.py: Aquest va ser el primer sistema de cerca de similituds que vam 
implementar. És un sistema implementat amb el model Word2Vec[22]. El model 
Word2Vec és un grup de models de xarxes neuronals que estan capacitades per a 
reconstruir contexts lingüístics de paraules. Aquest model pren com a entrada un 
corpus molt gran en forma de text i produeix un espai vectorial, assignant-li a cada 
paraula única del corpus un vector corresponent a l’espai. Els vectors de paraules 
s’ubiquen a l’espai vectorial de forma que les paraules que comparteixen contexts 
comuns al corpus s’ubiquen molt a prop unes de les altres.
Un cop feta la vectorització hem buscat la similitud basant-nos en el càlcul de la 
cosine similarity.
# w2Vec_v2.py: Aquest segon sistema de cerca de similituds ha sigut una adaptació 
del primer, prenent com a model el mateix Word2Vec però canviant l’algorisme de 
càlcul de la vectorització dels textos. La resta de codi ha sigut reutilitzat del primer 
així que també hem fet servir el càlcul de la cosine similarity.
!56
!# cosine_similarity.py: En aquest tercer codi hem canviat totalment el registre anterior i 
ja no ens hem basat en Word2Vec. El que fem en aquest cas és vectoritzar els 
documents d’una forma bàsica com és la següent. Donem valor d’1 a les paraules 
que existeixen dins d’una cadena. Per a la similitud càlculem la distància de cosinus 
entre la vectorització de la primera sentencia i la segona. Més endavant s’explicarà 
el que és el càlcul de la distància de cosinus.
# difflib_version.py: A l’últim dels codis i l’última de les formes que hem implementat 
per a càlcular la similitud entre missatges el que hem fet ha sigut basar-nos en el 
modul difflib de Python. El modul difflib ens permet comparar parells de seqüències 
de text. La idea sobre la que treballa difflib és trobar la subseqüència contigua més 
llarga que no contingui elements de rebuig. 
A les següents figures que trobarem és possible que hi hagi nombres que indexin una 
funció, aquests nombres en color verd, han estat afegits per a aclarir de quina part del codi 
parlem quan descriguem la funció.
El primer pas que explicarem és la part comú de tots els codis, concretament, la part de 
recuperació de les dades que fem de la base de dades ja neta un cop executat l’apartat 
anterior, i la part de tractament de la query per a netejar un nou missatge i poder comparar-
lo en la mateixa línia que els que tenim guardats a la base de dades.
A l’arxiu MongoController.py el que tenim és tota la part de connexió amb la Base de Dades, 
ja sigui per a la taula original com per a la nova taula Messages, creada per a tenir els 
missatges nets i amb els camps que necessitem. La implementació d’aquest document ha 
sigut mostrada anteriorment però en aquest apartat hem cregut convenient mostrar tot el 
document per a tenir una idea del funcionament d’aquest.
 
Figura 19: Implementació classe MongoController
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!Com hem dit anteriorment aquesta classe s’encarrega de la connexió amb la base de dades 
i veiem que tenim tres funcions:
● connection_tickets(): Aquesta funció serà la que invocarem cada cop que vulguem 
connectar amb la taula original de missatges ja tractats anteriorment, és a dir la taula 
que l’inLab ens va proporcionar al començament del projecte. Aquesta funció retorna 
una col·lectiu per a poder tractar amb les dades que hi ha dins la taula
● connection_messages(): En la mateixa línia que la funció anterior, aquesta funció la 
farem servir quan vulguem connectar amb la taula de missatges filtrada, és a dir la 
taula on guardem les dades que ja hem netejat de la taula original. Aquesta funció és 
la més important, ja que un cop hàgem netejat la taula original, a la que invocarem 
per a cercar les similituds serà a aquesta nova taula anomenada Messages.
● insert_new_ticket(): Aquesta funció és la que s’encarregarà de guardar les noves 
dades a la nova taula Messages. Aquesta funció serà feta servir en dos moments del 
tractament de les dades. El primer, quan fem la neteja de la taula original, serà la 
funció encarregada de guardar un a un els missatges nets a la nova taula. El segon 
moment on serà feta servir és un cop rebut i solucionat un nou tiquet, ja que aquest 
passarà a formar part de l’històric de tiquets resolts, aleshores guardarem el nou 
tiquet a la nostra nova taula. 
El següent arxiu, que és comú per a tots els codis de similitud i que hem implementat per a 
treballar més còmodament amb el nostre projecte ha sigut el document DataCollection. 
Aquest document ha sigut introduït en part a l’anterior apartat, ja que també és l’encarregat 
de recollir les dades de la base de dades original. A part de les funcions text_cleaner() i 
take_data,() que han sigut explicades anteriorment també tenim les funcions 
query_cleaner() i take_ticket().
 
Figura 20: Funció query_cleaner de DataCollection
!58
!La funció query_cleaner() que veiem a la figura 20, treballa en la mateixa direcció que la 
funció que neteja un missatge que ja existeix a la base de dades, tot i que en aquest cas el 
que fa és netejar un missatge nou que ens arriba via MailToTicket, aquesta neteja és 
important pel fet que, per a comparar i buscar similitud entre un missatge nou i un missatge 
ja existent, hem de tenir el corpus del missatge net de la mateixa forma. 
Els passos que segueix la funció són els mateixos, per tant farem un breu resum de què fan 
sense entrar en detall:
# BeautifulSoup: Neteja el missatge de possible codi HTML i codi maliciós que podria 
afectar el nostre sistema.
# modifica_correus(): Unifica els correus que vénen escrits al cos dels missatges per a 
tenir-los en compta a l’hora de comparar i buscar similituds.
# elimina_tildes(): Elimina els accents dels missatges.
# elimina_caracteres(): Elimina els caràcters brossa que puguin existir dins el cos del 
missatge i entre paraules, que poden fer illegible una paraula i fins i tot un missatge.
# elimina_letras_sueltas(): Elimina les lletres soltes que poden quedar dins el missatge 
que ens arribi i espatlli el càlcul de la similitud.
# stop_words(): Eliminem els stop words que poden haver-hi dins un missatge nou.
La última funció que hem implementat a la classe DataCollection ha sigut la funció 
take_ticket(), aquesta funció ens serveix per a recollir la informació d’un nou tiquet ja resolt, 
i emmagatzemar-lo a la nostra nova taula Messages.
 
Figura 21: Funció take_ticket de DataCollection
A la funció de la figura 21, agafem les dades del Json que ens entra i el que fem és 
afegir-les a la base de dades dins la nostra nova taula Messages, on tenim els missatges ja 
nets. Amb el missatge com podem veure a la figura el que fem és cridar a la nostra funció 
query_cleaner() (1) per a netejar el missatge i guardar-lo a la base de dades ja net i 
preparat per a futures cerques de similitud.
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!Aquest apartat anterior és molt important pel nostre sistema, ja que els nostres sistemes de 
cerca de similitud el que fan és buscar similituds a la taula de missatges nets de la nostra 
base de dades. Per tant el sistema s’anirà retroalimentant de tiquets que són resolts, el que 
vol dir que no farà falta fer ajustaments amb el temps, ja que serà el mateix sistema sol el 
que s’encarregarà d’adjustar-se. Cada missatge nou que afegim a la base de dades farà 
que el sistema cada cop sigui més fiable, ja que s’hi anirà afegint nova informació dia a dia.
Un cop analitzada la implementació de les parts comuns del sistema el que passarem a 
analitzar una a una les diferents alternatives que hem nomenat anteriorment pel càlcul i la 
cerca de similitud entre documents. 
W2V.py
En aquest sistema, com hem comentat abans, el que fem és cercar la similitud mitjançant el 
model de Word2Vec. Per a implementar-ho hem hagut de fer servir les següents llibreries:
 
Figura 22: Llibreries de la Classe W2V.py
En aquest sistema la més important és gensim, ja que és la llibreria que ens proporcionarà 
tota la gestió del model Word2Vec. 
Tot seguit analitzarem pas a pas cadascuna de les funcions que s’executen al codi de 
w2v.py. El primer que fem és executar la funció run, aquesta funció s’executa des de l’API, 
enviant-li el missatge pel qual busquem la similitud a la base de dades.
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!Figura 23: Funció run de la classe W2V.py
El funcionament de la funció run de la figura 23, és el següent i l’explicarem pas per pas:
1. Fem la crida a la funció que ens connecta amb la taula de missatges per a procedir al 
tractament d’aquests missatges.
2. Un cop fet això procedim a fer una neteja del missatge que ens ha arribat nou.
3. Creem un corpus a ticket_complete on afegirem tots els camps que ens interessen tant 
pel càlcul de la similitud com per a retornar posteriorment al client.
4. Un cop fet això procedim a crear una segona llista anomenada sentences on únicament 
afegirem els cossos dels missatges i que farem servir per a la creació del nostre model 
basat en Word2Vec.
5. Per a la creació del model fem la crida a word2vec enviant-li tots els missatges que tenim 
a l’històric de la base de dades. També li indiquem a la funció Word2Vec que volem tenir 
en compta totes les paraules que apareguin com a mínim un cop.
6. Un cop fet això cridem a la nostra funció que s’encarregarà de dur a terme la comparació 
i de retornar-nos el resultat que vulguem.
7. Per últim si existeix un resultat que sigui similar retornarem el millor resultat, en cas de no 
existir cap resultat retornarem una frase informativa d’aquest fet.
El sistema el que fa és, un cop creat el model, es a dir l’espai vectorial, en rebre un nou 
missatge l’afegira al mateix espai vectorial i buscarà la similitud més gran dins aquest espai 
vectorial com veurem tot seguit.
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!Per a vectoritzar un missatge mitjançant el nostre model el que farem és cridar a una funció 
que s’encarregara d’això, la funció vectorize, és la següent:
 
Figura 24: Funció vectorize de la classe W2V.py
A aquésta funció rebem el model que hem creat anteriorment i el document que volem 
transformar al nostre espai vectorial. Recorrem una a una les paraules que hi ha al missatge 
i busca la seva vectorització mitjançant el model Word2Vec. Aquesta vectorització l’afegeix 
a una llista amb la vectorització de totes les paraules i finalment es crea un vector final amb 
la mitja de la vectorització de totes les paraules. Aquesta vectorització serà el valor d’un 
missatge amb el qual despres buscarem la similitud.
La similitud entre dos vectors, és a dir entre el vector de la nostra query i els vectors que es 
crearan dels missatges que ja existeixen a la taula de la base de dades, es càlcularà de la 
següent forma:
 
Figura 25: Funció _cosine_sim de la classe W2V.py
El que fem servir per a comparar la similitud entre dos vectors en aquest cas és la fórmula 
de la similitud de cosinus. La forma teòrica de càlcular-la és aquesta:
  
Figura 26: Fórmula de la distància de cosinus
Es a dir càlculem el cosinus dividint el sumatori del vector d’A i el vector de B, amb la 
multiplicació de la normalització de dos vectors. Aquesta funció ens retorna la similitud 
existent entre un vectorA i un vector B.
La següent funció és la que s’encarrega de tractar quins missatges s’han de comparar i que 
hem de retornar d’aquests.
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! 
Figura 27: Funció extract_context de la classe W2V.py
El funcionament de la funció extract_content de la figura 27, és el següent i l’explicarem pas 
per pas:
1. Rebem el model que hem creat anteriorment, és a dir Word2vec, source_doc és en 
aquest cas la nostra frase que volem comparar amb el nostre corpus que en aquest cas 
s’anomena target_docs.
2. Vectoritzem el missatge que volem comparar mitjançant la funció vectorize que hem 
explicat anteriorment.
3. Un cop vectoritzat el que fem és recórrer els tickets històrics que tenim a la base de 
dades, d’aquests tiquets n’extraiem l’informació que ens interessa i que voldrem tornar.
4. Vectoritzem el missatge de la base de dades amb que compararem. 
5. Calculem la similitud de cosinus entre la nostra query vectoritzada i els missatges de la 
base de dades. 
6. Si la similitud que ens retornen un parell de missatges és més gran que el threshold, un 
percentatge que hem decidit de 0,7 en aquest cas, el que farem serà afegir a una llista de 
resultats, la informació que volem retornar i tractar posteriorment, perquè l’encarregat de 
crear el missatge en tingui constància del que ha decidit el sistema.
7. Un cop obtinguts els resultats l’últim que farem serà ordenar-los per similitud de forma 
decreixent i retornarem el primer, que serà el millor resultat que haurà trobat el nostre 
sistema.
8. Hem fet un esborrat del camp Similitud ja que no ens interesa retornar al client quin es el 
percentatge de similitud entre les frases escollides, sino que ens interesa nomes l’Equip 
Resolutor, el Producte, el Servei Tipus i el Subservei. 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!W2Vec_v2.py
En aquest sistema, com hem comentat abans, el que fem és cercar la similitud mitjançant el 
model de Word2Vec, igual que en el primer cas, ja que ha sigut una adaptació d’aquest per 
a veure si en milloràvem el comportament. Per a implementar-ho hem fet servir algunes 
llibreries noves, ja que el càlcul de la distància entre vectors no l'hem dut a terme de la 
mateixa forma que a l’exemple anterior. 
 
Figura 28: Llibreries de la Classe W2Vec_v2.py
Tot seguit analitzarem pas a pas cadascuna de les funcions que s’executen al codi de 
w2Vec_v2.py. El primer que fem és executar la funció run, aquesta funció s’executa des de 
l’API, enviant-li el missatge pel qual busquem la similitud a la base de dades. 
Figura 29: Funció run de la Classe W2Vec_v2.py
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!El funcionament de la funció run és en aquest cas el mateix que en el document anterior per 
tant ens estalviarem l’explicació pas per pas de la funció i en cas de voler aclarir algun pas 
s’hauria d’anar a aquest mateix apartat però per l'anterior implementació.
El sistema el que fa és, un cop creat el model, és a dir l’espai vectorial, en rebre un nou 
missatge l’afegirà al mateix i buscarà la similitud més gran dins aquest espai vectorial com 
veurem tot seguit.
Per a vectoritzar un missatge mitjançant el nostre model el que farem es cridar a una funció 
que s’encarregarà d’això, la funció encarregada de la vectorització en aquest cas, és la 
següent:
 
Figura 30: Funció vectorize de la Classe W2Vec_v2.py
A aquesta funció rebem la frase que volem vectoritzar, el model que hem creat anteriorment 
i una indexació de la borsa de paraules que hem fet. Recorrem una a una les paraules que 
hi ha al missatge i busca la seva vectorització mitjançant el model Word2Vec només en el 
cas en què la paraula estigui a la indexació de paraules que hem fet anteriorment. Aquesta 
vectorització l’afegeix a una llista amb la vectorització de totes les paraules i finalment es 
crea un vector final amb la vectorització de totes les paraules dividit entre el nombre total de 
paraules que hi ha a la indexació i també al missatge. Aquesta vectorització serà el valor 
d’un missatge amb el que després buscarem la similitud.
La similitud entre dos vectors, es a dir entre el vector de la nostra query i els vectors que es 
crearan dels missatges que ja existeixen a la taula de la base de dades, es càlculara 
mitjançant la distància de cosinus, però en aquest cas, pel càlcul d’aquesta similitud farem 
servir la funció spatial.distance.cosine que ens aporta la llibreria scipy. 
La següent funció és la que s’encarrega de tractar quins missatges s’han de comparar, que 
hem de retornar d’aquests i en aquest cas també de fer la crida a la funció que ens 
retornarà la distància de cosinus.
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! 
Figura 31: Funció extract_context de la Classe W2Vec_v2.py
El funcionament de la funció extract_content de la figura 31, és el següent i l’explicarem pas 
per pas:
1. Rebem el model que hem creat anteriorment, es a dir Word2vec, source_doc és en 
aquest cas la nostra frase que volem comparar amb el nostre corpus que en aquest cas 
s’anomena target_docs.
2. El primer que fem és crear una indexació de totes les paraules que tenim al nostre model 
W2Vec.
3. Un cop creada la indexació el que hem fet ha sigut vectoritzar el missatge que volem 
comparar mitjançant la funció vectorize que hem explicat anteriorment. 
4. Un cop vectoritzat el que fem és recórrer els tiquets històrics que tenim a la base de 
dades, d’aquests tiquets n’extraiem la informació que ens interessa i que voldrem tornar. 
5. Vectoritzem el missatge de la base de dades amb que compararem. i 
6. Calculem la similitud de cosinus entre la nostra query vectoritzada i els missatges de la 
base de dades.  Pel càlcul de la similitud el que fem hem fet servir aquest cop, com hem 
dit anteriorment és una funció que ens aporta la llibreria scipy, aquesta funció s’encarrega 
de fer el càlcul de la similitud mitjançant la distància de cosinus i així no hem hagut de 
càlcular-la nosaltres, fent així que poguéssim estalviar algun error humà.
7. A partir d’aquest punt, un cop obtinguts els resultats, el funcionament és el mateix que 
l’anterior a l’hora d’ordenar-los i retornar-los.
8. Hem fet un esborrat del camp Similitud ja que no ens interesa retornar al client quin es el 
percentatge de similitud entre les frases escollides, sino que ens interesa nomes l’Equip 
Resolutor, el Producte, el Servei Tipus i el Subservei. 
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!Cosine_similarity
Aquesta és la tercera forma que hem desenvolupat per al càlcul de la similitud entre 
missatges. Aquest codi està basat unicament en el càlcul de la distància de cosinus entre 
dos vectors i en una vectorització dels missatges més simple que l’anterior. 
Com a cada exemple el primer que veurem serà les llibreries que fem servir per al 
desenvolupament d’aquest codi.
 
Figura 32: Llibreries de la Classe cosine_similarity.py
Com observem, ara ja no fem servir les llibreries que pertanyen a Gensim ja que no ens 
basarem en la creació d’un model Word2Vec per a aquest sistema.
Figura 33: Funció run de la Classe cosine_similarity.py
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!Com observem a la funció run, en aquest codi seguim fent servir la mateixa estructura, això 
és normal, ja que per a tots els sistemes de similitud hem de retornar la mateixa informació 
final al client. De la mateixa forma, a l'haver creat el nostre sistema per mòduls diferenciats, 
la petició a la base de dades i la construcció del corpus a comparar amb el nostre nou 
missatge és la mateixa per a tots els codis. Tot canvia en la forma en com vectoritzem i com 
càlculem la similitud entre dos missatges.
El primer que observarem en aquest codi que ja és totalment diferent dels dos anteriors, és 
la forma de vectoritzar, ja no vectoritzarem els documents d’una forma complicada ni d’una 
forma en què l’ull humà no pot entendre. En aquest cas el que farem serà vectoritzar els 
missatges, donant un valor d’1 a les paraules que existeixin al document. El següent codi és 
la part encarregada de vectoritzar un missatge. 
 
Figura 34: Funció vectorize de la Classe cosine_similarity.py
Aquest codi s’encarrega de llegir tot el text, en el nostre cas, un missatge, i donar valor d’1 a 
les paraules que apareixen, creant un vector d’1 per al posterior càlcul de distància de 
cosinus. 
En aquest sistema sí que creiem necessari tornar a explicar com es du a terme el càlcul de 
la distància de cosinus, ja que és en això el pilar en què se sustenta aquest codi, la funció 
del càlcul de la distància de cosinus és la següent:
 
Figura 35: Fórmula de la distància de cosinus (II)
El càlcul de la distància de cosinus en aquest cas ha sigut desenvolupada pas per pas per a 
tenir en compte els elements en els quals coincideix un missatge i amb el que comparem. 
La funció és la següent:
 
Figura 36: Funcio _cosine_sim de la Classe cosine_similarity.py
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!A aquesta funció el primer que fem és cercar la intersecció del vector del primer missatge 
amb el segon, un càlcul que ens donarà les paraules en què un missatge coincideix amb el 
segon. Com que en el nostre cas parlem d’un corpus amb una quantitat molt gran de 
missatges, i aquests missatges han sigut filtrats per a quedar-nos únicament amb les 
paraules que aporten informació, pràcticament sempre hi haurà algun missatge que 
coincideixi amb un altre.
Un cop feta la intersecció calcularem el numerador de la divisió final, aquest numerador 
serà el resultat de multiplicar les aparicions de les paraules coincidents als dos missatges. 
Un exemple d’aquest càlcul seria el següent, amb les entrades:
 
Figura 37: Exemple càlcul distància cosinus (I)
Obtindrem el següent resultat:
 
Figura 38: Exemple càlcul distància cosinus (II)
El numerador seria 5, ja que la paraula prova apareix dos cops al primer, per tant aquesta 
paraula tindria més pes que la resta.
Pel càlcul del denominador el que fem simplement és seguir la fórmula que s’especifica a 
l’inici d’aquest apartat. calculem la suma dels quadrats de la vectorització de les paraules 
que apareixen a cada frase i un cop fet això calculem l’arrel quadrada de la suma 
d’aquestes frases per a multiplicar-les posteriorment.
Per últim faríem la divisió numerador/denominador, tal com especifica la fórmula, per a 
obtenir la distancia entre cosinus de les dues frases ja vectoritzades.
La funció extract_conext és la mateixa que hem fet servir fins ara, ja que els resultats que 
volem obtenir són els mateixos.
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! 
Figura 39: Funció extract_context de la Classe cosine_similarity.py
En aquest cas hem escollit un threshold per a escollir els resultats de 0,3 és a dir un 30% de 
similitud, ja que estem vectoritzant amb 1 i un cop vist els resultats, encara que la similitud 
sigui baixa, els resultats són suficientment bons com per a tenir-los en compta.
Per últim afegir que hem fet un esborrat del camp Similitud, ja que no ens interessa retornar 
al client quin és el percentatge de similitud entre les frases escollides, sinó que ens 
interessa només l’Equip Resolutor, el Producte, el Servei Tipus i el Subservei.
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!Difflib_version.py
Aquesta versió és l’última que hem implementat i és una versió basada en la cerca de 
similitud basada en el mòdul difflib de Python. Aquest mòdul ens permet mitjançant la funció 
Difer, comparar parells de seqüències de qualsevol tipus, en el nostre cas, de text. La idea 
d’aquest mòdulmòdul és buscar la subseqüència contigua més llarga que no tingui elements 
de rebuig, i d’aquesta forma troba un percentatge de similitud entre dos textos.  Com podem 
observar aquí tampoc fem servir la creació de models W2V, per tant no fem servir la llibreria 
gensim.
 
Figura 40: Llibreries de la Classe Difflib_version.py
Aquest document és el que més difereix dels altres quant al cos de la creació del document. 
Tot seguit s’explicarà pas per pas com ha sigut construït aquest codi.
Figura 41: Funció run de la Classe Difflib_version.py
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!El funcionament de la funció run de la figura 41, és el següent i l’explicarem pas per pas:
1. Tal com hem fet a la resta de codis el primer que hem de fer és connectar amb la taula de 
la base de dades per a extreure’n els missatges amb què compararem.
2. En aquest cas per la creació del corpus únicament agafarem el missatge de la base de 
dades, ja que el únic amb què volem comparar és amb això, el missatge. 
3. Un cop creat el corpus de comparació, invocarem la funció get_close_matches (3)  del 
mòdul difflib amb el missatge al que volem trobar la similitud, el cos de missatges amb 
què comparar i un cutoff que és el mateix que el threshold, és a dir, el percentatge de 
similitud que donarem per bo en buscar similituds entre frases. En aquest cas, fent proves 
l’hem escollit de 50%.El resultat que obtinguem d’aquesta funció serà el resultat més 
proper a la nostra cerca.
4. Ens queda buscar la informació que va lligada al missatge que el nostre sistema ens ha 
retornat, és a dir l’Equip Resolutor, el Producte, l’Assumpte, el Servei Tipus i el Subservei 
que van lligats al missatge més semblant. Això ho farem amb un simple find de la frase 
dins la base de dades. 
5. Retornarem el resultat d’aquest find per a donar-li el mateix format que les altres funcions.
12.3. Creació de la API
En aquest apartat veurem com hem treballat en la creació de la API. L'API és, en el nostre 
cas, la part del projecte que actua com a pont entre tot el codi que hem creat per la similitud 
i per la creació de la base de dades i la part de la visualització, o cosa que és equivalent, 
connectem el Backend de l’aplicació amb el frontend. En resum, executa la part de càlcul 
del projecte i mostra els resultats connectant-nos a una direcció.
Per a la creació de l'API hem fet servir el microframework FLASK. Flask ens permet crear 
petites aplicacions web de forma fàcil, ràpida i sense picar gaire codi. En el nostre cas això 
és ideal, ja que no necessitem molts enllaços, simplement necessitem oferir al client la 
possibilitat d’enviar cap al nostre sistema el body d’un missatge i que la API li retori la 
informació que necessita per a la creació d’un tiquet. 
El primer que fem serà instal·lar Flask i la resta de mòduls que necessitarem per a 
aconseguir fer funcionar la nostra API tal com desitgem, per a la instal·lació hem seguit els 
mateixos passos que sempre, instal·larlos via consola mitjançant la comanda “pip3 install 
flask”, tot seguit mostrarem els mòduls que fem servir. 
 
Figura 42: Llibreries de la API FLASK
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!Hem importat tant els mòduls que ens permetran treballar amb l'api així com els mòduls que 
hem creat anteriorment per poder fer les crides.
El que hem de fer per activar l'API és una simple comanda, activar Flask i ja estaríem 
preparats per a fer servir l’API i poder treballar amb ella. La comanda és la següent:
 
Figura 43: Inicialització de la API
A partir d’aquí el que hem de fer és definir les nostres rutes que vulguem fer servir depenent 
de quina sigui la funció de l’aplicació que vulguem cridar. A la nostra API li hem definit quatre 
funcions. 
La primera funció que hem definit per a fer proves i comprovar el correcte comportament de 
l’API així com de la base de dades, és un mètode GET que activa la base de dades neta 
que creem al principi del projecte. Un mètode GET és un mètode que únicament activa 
alguna cosa en ser invocat, no hem d’enviar-li res. El mètode del que parlem és el següent.
 
Figura 44: Mètode startdb  de la API
Al codi anterior veiem:
1. Quina és la ruta que hem de seguir per a l’activació d’aquesta funció  
2. La crida a la funció de la classe dataCollection encarregada d’iniciar la base de dades. 
El següent que farem serà un mètode POST per a la creació d’un nou tiquet a la Base de 
dades. 
 
Figura 45: Mètode new_ticket  de la API
Tot seguit descriurem el codi del mètode de la figura 45:
1. Observem quina és la ruta que hem de seguir per a activar aquest mètode i indiquem que 
és un mètode POST. A la petició d’un mètode POST hem de passar-li informació, en el 
nostre cas la informació que passarem serà de tipus JSON i en veurem un exemple al 
següent apartat basat en la creació del prototip i en com farem les proves. 
2. Veiem com comprovem que el mètode que ens crida contingui tota la informació que 
necessitem, en cas contrari avortarem la petició amb el codi 405, que veurem com es 
tracta més endavant. 
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!3. Si tot és correcte i no salta cap error, el que farem és invocar la funció take_ticket que 
hem explicat anteriorment, enviant la informació que hem recollit de la petició via Json i 
aquesta funció serà la que tracti les dades. Aquí ens encarregarem únicament de retornar 
en forma de Json el resultat de la petició.
El següent mètode que hem fet és un nou mètode POST que ens servirà per a fer proves i 
començar a veure els primers resultats. Un cop que hem volgut fer els test, el que hem fet 
ha sigut crear mètode per a cada codi individualment.
Figura 46: Mètode totes les similituds de la API
La descripció del mètode de la figura 46 és la següent:
1. Veiem a ruta que hem de seguir per a activar el mètode.
2. Tanquem els possibles errors que puguin sorgir de la falta d’informació que ens enviïn al 
Json, és a dir si el Json no conte message o assumpte ens saltarà l’error numero 400. 
3. Calculem totes les similituds dels diferents codis que hem descrit anteriorment. 
4. Per últim mostrem en format Json cadascun dels resultats que hem obtingut de les crides.
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!En la versió de proves, hem afegit al resultat, la Similitud amb el entre els missatges i el 
missatge que més s’hi assembla, aquesta informació serà extreta en la versió final ja que 
només ens interesara retornar l’Equip resolutor, el Producte, el Servei Tipus i el Subservei.
Per a dur a terme els test de validació que hem implementat posteriorment hem 
desenvolupat un mètode POST per a cada codi, ja que cadascun d’ells tindrà un joc de 
proves diferent. Tot seguit es mostrara un exemple d’un dels mètodes POST a la API, 
concretament el mètode post del codi cosine_similarity.
Figura 47. Exemple de crida final a la API
A la figura 47 el més interessant que veiem és que únicament retornem la informació que el 
dispatcher necessita, és a dir aquest és el format d’una versió final de la API. Els mètodes 
POST dels altres codis són iguals canviant únicament la línia codi amb que calculem la 
similitud i són els metodes que ens han servit per a dur a terme els tests.
Per últim, hem anat veient a tots els mètodes POST uns codis d’error, aquests codis d’error, 
quan són activats executen la següent part del codi:
 
Figura 48. Control d’errors  de la API
Com veiem, capturem cada error identificat amb el seu codi, en aquest cas tenim els codis 
400 i el 405, en el nostre cas volen dir el mateix, simplement distingim per funcions, ja que 
ens ha anat bé per a depurar el codi.
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!12.4. Activació i crides desde la API local
Com hem vist a l’apartat anterior, hem creat l'API i tot el codi que a ella pertany però ens 
queda la part més “agraïda” del projecte, visualitzar els nostres resultats a una pantalla. 
A aquest apartat explicarem tot el que hem de fer per a córrer la nostre API i la nostra 
aplicació dins d’un entorn local, és a dir, els passos que hem seguit per a fer tot l’entorn de 
proves i de testeig dels diferents codis. 
Per a poder visualitzar els nostres resultats el primer que hem de fer és activar l’API, per a 
activar-la l’únic que hem de fer és executar el codi que hem descrit anteriorment amb la 
següent comanda:
 
Figura 49: Comanda d’activació de la API
Com podem observar a l'executar el codi, estem activant la nostra API dins l’entorn de 
treball elcal, i veiem que l’API està activa i funcionant al nostre local host, per tant ara lo únic 
que hauríem de fer és accedir a aquest host i començar a introduir les rutes que hem descrit 
a l’apartat anterior per a fer funcionar la nostra API, podríem fer-ho de dues formes, la que a 
tots ens ve al cap d’inici és la següent, fer-ho via navegador.
 
Figura 50: Exemple de crida a la API
Per motius de comoditat aquesta no és la millor forma de treballar amb aquests casos, ja 
que quan volguéssim accedir a més d’una direcció hauríem d’obrir més finestres i per enviar 
Json també és més feixuc. Per a solucionar aquesta incomoditat el que hem fet ha sigut 
instal·lar Postman.
Postman és una eina que ens facilita tota aquesta feina que tenim per a tractar amb l'API, 
ens permet fer crides igual que si fos un navegador, ens permet visualitzar els resultats, ens 
permet fer crides de tots els tipus de mètodes diferents POST, GET, DELETE… i sobretot, el 
més còmode de tot és que ens permet crear col·leccions de crides, ésés a dir, podem crear 
unes crides que sempre seran iguals, per a les proves, per exemple la creació de la base de 
dades i altres col·leccions per a cercar resultats finals.
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!Tot seguit veurem com seràn les crides als mètodes que hem creat a l'API anteriorment, la 
primera petició que veurem serà la de la creació de la base de dades.
Figura 51: Inicialitzar DB via Postman
A la figura 51 observem el següent comportament de la API: 
1. En aquest cas farem una petició a un mètode GET.
2. Afegim la ruta que hem escollit al codi de creació de l'API per a crear una taula a la DB.
3. Enviarem la nostra sol·licitud mitjançant el botó Send. 
4. El boto Save ens permet guardar aquesta crida per si volem fer-la servir més endavant. 
5. Veiem el missatge “BD iniciada” que ens confirma que la petició a la API ha sortit bé.
Tot seguit veurem els mètodes POST en el mateix ordre que han sigut explicats a l’apartat 
de creació de l'API. El primer mètode POST que mostrarem serà el de creació d’un nou 
tiquet, el que volem és que aquest nou tiquet sigui afegit a la nostre taula de la DB. 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!Figura 52. Crear nou tiquet via Postman
A la figura 52 observem el següent comportament de la API: 
1. En aquest cas farem una petició a un mètode POST.
2. Afegim la ruta que hem escollit al codi de creació de l'API per a crear una nova entrada a 
la taula Messages.
3. Enviarem en format Json tota la informació que es requereix per a crear un tiquet nou un 
cop resolt.
4. Veiem el missatge “BD iniciada” que ens confirma que la petició a la API ha sortit bé.
Com observarem a la següent figura el tractament d’errors funciona, ja que en el cas que a 
l’entrada Json que volem guardar a la DB li falti un camp, aquesta petició ens retornarà un 
error amb el codi que hem especificat anteriorment.
!78
!Figura 53. Exemple de missatge d’error a la API Postman
En l’exemple de la figura 53 observem que ens falta el camp “_id” per tant comprovem que 
funciona correctament, ja que la resposta que obtenim (1) és el codi d’error que hem 
especificat anteriorment.
El següent mètode POST que veurem serà el que hem fet servir per a les proves, un 
mètode post on fem una crida a totes les funcions run de totes les classes que hem 
implementat. Aquest mètode ha de retornar el resultat del càlcul de la similitud entre el 
missatge que enviem via API amb tots els missatges que tinguem dins la taula de la nostra 
DB. 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!Figura 54. Resultats de la similitud a la API
Com veiem a la figura anterior seguim parlant d’un mètode POST que tot seguit descriurem:
1. Afegim la ruta que hem escollit al codi de creació de l'API per a veure el resultat de la 
cerca de similituds de tots els codis que hem desenvolupat.
2. Enviem en format Json l’assumpte i el missatge pels quals volem cercar la similitud. 
Aquest missatge es netejarà amb les funcions de les que hem parlat als punts 12.1 I 12.2, 
posteriorment serà comparat amb els altres missatges nets de la taula Messages.
3. Rebem en format Json els resultats obtinguts de la cerca de similitud, mostrant el millor 
resultat.  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!Aquest format de retorn de informació és el que hem fet servir per a fer comprovacions i 
saber quin és el percentatge de similitud que obtenim amb els diferents canvis als codis. 
A la següent figura veiem un exemple del resultat de la API quan cridem a un únic codi, és a 
dir, les crides a la API que farem per a dur a terme els tests i pel resultat final del sistema
Figura 55. Exemple petició a la API de la funció cosine_similarity
Com podem observar a la figura 55, fem una petició a la API únicament per al codi 
cosine_similarity, com hem dit anteriorment aquest és el format que retornarem a la API de 
producció i també és el format que ens servirà per a dur a terme els tests de l’aplicació. 
Com en l’anterior mètode POST observem que si falta algun camp d’entrada, ens salta la 
condició d’error.
Figura 56. Exemple d’error en Similitud  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!12.5. Anàlisi d’alternatives i decisions
Durant tota la integració del projecte han anat sorgint diferents punts on hem hagut de 
prendre decisions importants per al funcionament d'aquest. Aquestes decisions les hem 
dividit en dos tipus, les que afecten l'estructura del projecte, com per exemple quin tipus de 
base de dades farem servir, i el segon tipus, aquelles que han requerit unes proves i un 
analisi, per exemple quin codi de cerca de similitud farem servir finalment.
L'estudiant i desenvolupador ha sigut l'encarregat de prendre aquestes decisions i cercar 
diferents opcions per arribar a complir amb els objectius del projecte. Totes les decisions 
que s'han pres han sigut exposades al client i al director del projecte per a posteriorment ser 
validades.
Tot seguit repassarem les decisions més importants que s'han pres per a resoldre el 
problema del client i complir amb els objectius del projecte: 
Decisions de l’estructura del projecte.
Aquestes decisions són les que afecten l'estructura del projecte i la forma en com s'ha 
construït i tractat, és a dir quines tecnologies hem fet servir i perquè. 
● Referent a la base de dades vam escollir MongoDB ja que és un sistema de BD 
noSQL, de codi obert i on podem guardar documents d'estil JSON i això s’adapta 
perfectament a la nostra idea sobre el projecte. Podriem haver fet servir bases de 
dades SQL però parlant amb el client hem cregut que MongoDB s'adapta més a la 
solució. 
● Per a la creació de la API teníem dues opcions, fer servir Django o fer servir Flask, 
es tracta de dos frameworks de codi obert per desenvolupa llocs web. Finalment ens 
hem decantat per Flask, ja que és senzill d'aprendre, més ràpid que Django i molt útil 
a l'hora de realitzar una API amb una estructura de projecte flexible. 
● Python3 és el llenguatge de programació que hem adoptat pel tema de la 
compatibilitat amb les eines que hem fet servir durant el projecte, l'altre opció era fer 
servir Python però un cop analitzades les tecnologies que faríem servir hem cregut 
millor fer servir una versió més avançada de Python. Així com que creiem que és un 
projecte de futur és millor fer servir una última versió que una antiga. 
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!Decisions de codi
Un cop decidit com construir el projecte, és a dir un cop decidit quin serà “l’embolcall”, hem 
hagut de prendre les decisions més importants.
# Quina és la millor forma de cercar similituds entre els missatges?
Aquesta ha sigut la pregunta que més ens ha fet pensar durant tot el transcurs del projecte. 
La primera idea va ser fer servir el model Word2Vec, un model que te en compta la relació 
semàntica i sintàctica entre les paraules.
Valorant els resultats que hem obtingut un cop fetes les proves i la evaluació del model 
Word2Vec vam decidir cercar una forma més senzilla de cercar similituds entre textos com 
els missatges que analitzem, aquesta tercera opció va ser la llibreria Difflib de Python que 
ens proporciona classes i funcions per a comparar seqüències, de text, llistes o tuplas i 
obtenir les diferències trobades.
Per acabar d'assegurar-nos que escollíem la solució que més s'adaptava al nostre projecte 
vam seguir investigant i vam decidir desenvolupar una solució que vectoritzes els missatges 
amb valors d'1 per a les paraules existents i fent servir la fórmula de la distància de cosinus 
ens en tornes les similituds existents entre ells.
Finalment hem obtingut quatre formes diferents de mesurar la similitud entre els missatges 
per a retornar la informació que porten lligada, dues basades en word2vec, una basada en 
Difflib i l'última basada en calcular la distància de cosinus.
La decisió final ha sigut presa d'acord amb l'anàlisi dels resultats obtinguts de fer proves 
amb tots els codis i escollint el que millor percentatge d'encert ha obtingut, aquest ha sigut 
el model basat en calcular la distància de cosinus, ja que no només té una tassa d'encert 
major que la resta sinó que també falla menys, és a dir, si no té un resultat coherent no en 
retorna cap.
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!# Quina informació dels missatges històrics és rellevant i quina no?
Igual d'important és la forma en què busquem les similituds com tenir les dades que volem 
comparar netes i preparades perquè aquesta cerca de similitud sigui la més acurada 
possible. En aquest apartat analitzarem les decisions que hem pres per a obtenir el millor 
resultat a l'hora del filtratge de les dades que ens fan falta i les que no, de la base de dades 
original aportada per l'empresa.
El primer que vam haver de fer és extreure codi HTML dels missatges, per a dur a terme 
aquesta tasca el client ens va aconsellar fer servir BeautifulSoup per tant la decisió va ser 
ràpida. Un cop teníem el codi HTML net, havíem de treure els accents, ja que hi ha usuaris 
que els fan servir i d'altres que no i això ens podia fer soroll a l'hora de comparar.
En aquest punt, inicialment vam decidir fer una classificació de missatges per l'idioma en 
què estan escrits i depenent de l'idioma tractar d'una manera o d'una altra les dades, 
aquesta idea finalment la vam descartar perquè en la majoria dels casos sí que donava un 
bon comportament, però hi havia casos, sobretot amb missatges curts, que confonia 
l'idioma i ens afectava al comportament del codi.
Un punt molt important lligat amb la idea de l'idioma va ser la decisió d'extreure els stop 
words dels missatges, primerament la idea era extreure els stop words únicament de 
l'idioma que havíem detectat que estava escrit el missatge però finalment com no distingim 
per idiomes, el que fem és extreure els stop words en Castellà, Català i Anglès a tots els 
missatges.
El següent punt que vam detectar i vam prendre la decisió de corregir va ser la neteja de 
caràcters "bruts" que hi havia a l'interior de les paraules de la base de dades original, per 
exemple hi havia paraules com aquesta "ordi842n1ad0%r" quan realment havia de ser 
"ordinador".
L'última alternativa i decisió pertanyent a aquest tractament dels missatges, és la que 
pertany a què fer amb els correus electrònics i les pàgines web que apareixen als 
missatges. La primera idea va ser cercar-les i eliminar-les, però en començar a fer proves 
vam pensar que els correus podien aportar un valor al missatge, ja que és possible que una 
persona contacti molts cops per problemes del mateix tipus, així que vam decidir que els 
correus s'afegirien als missatges nets, en canvi les pàgines web és un tema més arriscat, ja 
que embruten el missatge i normalment no es parla de la mateixa pàgina web així que hem 
decidit que quan aparegui una web aquesta es canvia per una paraula genèrica que sí que 
tingui un pes al missatge.
# L’assumpte ens aporta informació útil o no?
Finalment i com veurem a l’apartat de resultats, es va prendre la decisió encertada d’afegir 
a la cerca de similitud l’assumpte dels missatges, ja que es va detectar que molts missatges 
el que fan és ampliar la informació de l’assumpte únicament.
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!12.7. Proves i avaluació
Fins ara hem explicat que en el nostre projecte tenim quatre models per cercar similituds 
diferents, els dos models basats en Word2Vec, el model basat en Difflib i per últim el model 
que calcula la similitud vectoritzant i calculant la distància de cosinus, també tenim diferents 
formes de tractar les dades que, òbviament, afectaran en els resultats del nostre càlcul.
En aquest apartat explicarem quines han sigut les proves que hem realitzat un cop 
implementat el projecte, que ens han ajudat a decidir quina és la millor combinació per a 
ferla servir a com a definitiva.
12.7.1. Proves
Abans de començar i entrar en detalls amb les proves explicarem quina ha sigut la 
metodologia que hem fet servir pel càlcul de resultats i de proves.
El primer que hem fet ha sigut preparar el codi per a poder analitzar les proves 
correctament, en aquesta adaptació del codi el que hem fet ha sigut:
# Adaptar el threshold, és a dir, a partir de quin percentatge donarem per bo un 
resultat, per a cada codi, depenent de la forma de calcular les similituds obtindrem 
uns percentatges més alts o més baixos però, pel que hem observat durant el 
projecte això no sempre vol dir que un codi tingui millors resultats per tenir similituds 
més altes. 
# Adaptar la sortida dels codis per a observar correctament els resultats i poder 
analitzar-los.
Hem fet dos tipus de prova, una d’automatitzada i una d’altra sota el supervisament del 
nostre validador. A les proves el que hem fet ha sigut fer crides a la API i tractar els resultats 
per a comprovar si hem obtingut el resultat esperat o no. Les dades que hem fet servir han 
sigut les següents:
# Proves amb les mateixes dades de la DB. En aquesta prova el que hem fet ha sigut 
escollir de forma aleatoria un tiquet de la base de dades i d’aquest tiquet guardar-
nos la informació que volem obtenir, un cop amb la informació guardada a aquest 
tiquet li hem extret, aleatoriament, un 70% de les paraules que composen el 
missatge, ja que creiem que és una forma de fer que un missatge s’hi assembli peró 
no del tot. Desprès hem cercat les similituds d’aquest nou missatge. El que volíem 
obtenir d’aquesta prova és saber si per un mateix missatge tot i treure-li informació, 
el sistema és capaç de trobar la millor similitud amb ell mateix. Aquest banc de 
dades s’ha realitzat amb 500 missatges diferents aleatoris.
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!# Proves amb dades noves. El client ens va proporcionar dades de tiquets nous i reals 
que encara no havien sigut resolts i ens ha ofert una classificació dels tiquets perquè 
poguéssim comprovar si el sistema resolia bé o no. Aquest banc de dades es 
compon per 31 tiquets nous no resolts. Aquests 31 missatges els hem executat a 
cadascun dels codis i hem apuntat els resultats. Aquests resultats han estat validats 
per l’actual encarregat de la classificació dels tiquets i que ha actuat com a validador 
dels resultats del sistema, en Jaume Moral, que ens ha verificat aquest test i ens ha 
apuntat quins missatges han estat resolts correctament i quins no.
Aquests bancs de proves s'han executat posteriorment als quatre codis dels quals hem 
parlat anteriorment per a poder decidir quin d’ells ens dóna millor resultat, però abans de 
decidir quin codi ens fa obtenir millors resultats el que hem fet ha sigut plantejar-nos 
realment, quina forma de tractar la informació que tenim a la base de dades original i les 
dades noves que ens entren és més beneficiosa pel nostre sistema, dit d'un altra manera, 
com podem tractar les dades per obtenir millors resultats. 
A l'apartat d'implementació hem parlat de com hem tractat les dades, doncs bé, aquí ha 
sigut l'hora de provar si el que hem fet per tractar les dades ha funcionat realment o no. 
Hem anat modificant la base de dades per tal de canviar la forma dels missatges per a 
poder comparar i obtenir millors resultats. 
Totes les dades han sigut netejades de la forma que ja hem explicat, hem extret el codi 
HTML, els accents, les stop words, els caràcters i les lletres soltes, la diferencia ha estat a 
l'hora de netejar els correus i les pàgines web i també una prova afegint l’assumpte del 
missatge. Tots els codis han sigut testejats amb tots els tractaments diferents de les dades.
# El primer test que hem fet ha sigut, amb el missatge original, sense extreure res, ni 
els correus electrònics ni les pàgines web.
# El segon test ha sigut traient totes les paraules més llargues de 15 lletres, 
indistintament de si eren correus o pàgines web.
# El tercer test ha sigut fent el filtratge que s'ha explicat a l'apartat d'implementació, és 
a dir, guardant els correus en la seva forma original i substituint les paraules més 
llargues de 15 lletres per una paraula genèrica.
# L'últim test ha sigut dut a terme basat en l'anterior, però afegint també al cos del 
missatge l'assumpte d'aquest, ja que hem cregut que el títol del missatge ens 
aportarà en moltes ocasions una informació extra molt valuosa.
Aquests han sigut els quatre tests que hem cregut convenients estudiar per a saber quin és 
el millor codi i amb quin tractament de les dades funciona millor. 
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!12.7.2. Test de missatges nous
Com que pel test amb 31 missatges no s'ha fet servir codi el que farem és explicar com ha 
sigut la recollida i el càlcul de resultats d'aquest test. 
Per aquest test el que hem fet ha sigut crear un document on hem apuntat els 31 missatges 
que pretenem tractar amb els seus respectius assumptes. Un cop obtinguts aquests 
missatges, el nostre validador, ha analitzat aquests missatges i n'ha fet una classificació, 
informant-nos de quin hauria de ser l'equip resolutor, el servei tipus, el subservei i el 
producte de cadascun dels missatges. 
Un cop obtingudes aquestes dades hem fet les crides a la API que hem necessitat per a 
cadascun dels codis i per a cadascuna de les formes de tractar el corpus de missatges a la 
base de dades netes. 
Per últim hem apuntat els resultats que l'API ens ha retornat i hem comparat aquest resultat 
amb els que el nostre validador ens ha aportat, podent així obtenir una quantificació dels 
missatges resolts correctament, els missatges amb resultat incorrecte i els missatges sense 
resultat. Tot seguit mostrarem un exemple de la taula que hem fet servir per al càlcul, en 
aquesta taula hem marcat en color verd els resultats correctes, en vermell els incorrectes i 
en groc els que no tenen similitud. 
Figura 57. Exemple d’anàlisi de tes amb missatges nous
Tot seguit veurem un exemple de l’anàlisi d’un missatge nou resolt correctament, on veurem 
que la solució que ens dona el sistema és justament la que esperavem. 
Assumpte: Gravació a la sala d’actes  
Missatge: Hola,Ens han demanat que volen gravar la sessió que es durà a terme a la sala 
d'Actes el proper dijous 15 de juny de 08:00 a 16:00h; ja ho hem assenyalat a la reserva. En 
aquest cas els cobrem el servei de gravació. Ens demanen que els especifiquem en qui 
format  i/o suport ho rebran. Ens ho podeu indicar, si us plau? Merci!! eva 
Resposta esperada: Equip resolutor: inLab Audiovisuals, Producte: Audiovisuals, Servei 
Tipus: PDI, Subservei:Gravació d'Events 
Resposta del sistema al codi cosine_similarity: 'Missatge': \"Gravació Xerrada 09/04 a 
l'aula A6203 de 14 a 16h acabo d'esborrar reserva havia sala d'actes aquest dijous d'abril ja 
necessiten sala pissarra hem mogut reserva l'aula abril assenyalada peticio gravacio tant 
aquest servei s'haura dur terme l'aula lloc sala d'actes annexo email webormail\", 'Similitud': 
0.3666177875533832, 'Equip resolutor': 'inLab Audiovisuals', 'Producte': 'Audiovisuals', 
'Servei Tipus': 'PDI', 'Subservei': \"Gravació d'Events\" 
!87
!12.7.3.Codi del test
Com hem comentat anteriorment, tindrem dos tipus de test, un test on comprovarem el 
comportament dels quatre codis per a l'entrada de 31 missatges nous i un altre test on 
comprovarem el comportament dels codis amb 500 missatges aleatoris en els quals hem 
extret part de la informació. 
En aquest apartat passarem a explicar el codi que hem fet servir per al test de 500 
missatges aleatoris. Aquest codi és comú pels quatre sistemes de recomanació que hem 
desenvolupat per tant explicarem un de sol. L'únic canvi que existirà entre els quatre codis 
és la crida a la funció run del codi recomanador. 
Figura 58. Codi de Test
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!Tot seguit repasem el codi del test que hem fet pels 500 missatges aleatoris: 
1. Importem el codi que farem servir pel calcul de la similitud, en aquest cas el codi w2v.py
2. Connectem amb la DB i escollim els colors en que escriurem els missatges de sortida. 
Color verd quan la resposta sigui la esperada, color vermell quan el sistema s’equivoqui i 
color taronja quan no es trobi similitud.
3. Creem una llista amb tots els missatges de la DB.
4. Inicialitzem les variables, executarem un Maxim de 500 missatges, i al principi tenim 0 
correctes (numHits) i 0 sense similitud (numNoClassificats).
5. Escollim un missatge aleatori de la llista de missatges que hem creat al pas nº 3.
6. Cerquem la informació del missatge aleatori que hem generat.
7. Esborrem un 70% de les paraules del missatge aleatori que hem generat al pas nº 5
8. Muntem de nou el missatge sense el 70% de les paraules inicials i cerquem la informació 
d’aquest nou missatge per a poder comparar-la més tard.
9. Donem format Json al resultat esperat que hem calculat amb el missatge aleatori inicial.
10.Donem format Json al resultat del missatge que hem generat extraient el 70% de la 
informació.
11.Comparem els resultats de les dues cerques, en el cas que coincideixin i el sistema doni 
un hit, sumem 1 als resultats correctes i imprimim un missatge en color verd per pantalla, 
en el cas que dongui que no ha trobat cap resultat correcte imprimirem un missatge en 
color taronja i sumarem 1 a resultats sense solució, per últim si el sistema s’equivoca 
imprimirem un missatge en color vermell.
12.Calculem i printem per pantalla els resultats que hem obtingut amb el test per a poder 
apuntar-ho.
Veurem tot seguit un petit extracte de la sortida que ens retorna l’execució d’un test com el 
que hem descrit anteriorment.
Figura 59. Exemple de sortida de test.
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!Un cop hem executat tots els test, hem apuntat tots els resultats i els hem analitzat al 
seguent punt del projecte.
12.7.4. Resultats
Finalment passarem a analitzar els resultats de les proves que hem explicat amb 
anterioritat. Mesurarem els resultats en quatre fases diferents, una per cada codi, i dins de 
cada apartat analitzarem els resultats que hem obtingut per a cadascuna de les proves 
diferents respecte al tractament de les dades. A les gràfiques de resultats mostrarem en 
vermell els cops que falla la similitud amb l’esperat, en groc els cops que no dóna resposta i 
en verd els cops que encerta.
Hem decidit remarcar en groc els cops que no dóna resposta, és a dir que respon "no trobo 
similitud", ja que no és dolent que no doni resposta, és millor això que s’equivoqui.
A les figures trobarem diferents gràfiques, abans d’analitzar-les farem una petita explicació 
del que ens trobarem.
# A l’eix de les X ens trobarem els quatre tipus de test que hem executat:
○ Missatge pur: Amb el missatge sense eliminar ni correus ni webs.
○ Sense paraules llargues: Eliminant els correus i les webs dels missatges.
○ Netejant correus: Deixarem els correus dins el missatge i canviant les 
pàgines web per una paraula genèrica.
○ Afegint assumpte: A part de netejar el correu, afegirem l’assumpte del 
missatge al corpus d’aquest.
# A l’eix de les Y trobarem:
○ A les gràfiques superiors el nombre de missatges que s’han analitzat.
○ A les gràfiques inferiors els percentatges d’encerts, errors i resultats mitjans.
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!Codi W2V.py
 
Figura 60. Resultats W2V
Un cop fets i observats els resultats dels tests al codi W2V.py veiem que no hem obtingut 
una gran millora en cap moment. Creiem que el problema en aquest codi resideix en l'hora 
de crear el model Word2Vec, ja que hi ha moltes paraules en comú en tots els missatges.
Hem observat que amb aquest codi obtenim una similitud molt alta sempre, s'equivoqui en 
la resposta o no, és per això que observem que tenim tan pocs missatges amb un resultat 
mitjà, quasi sempre dona un resultat, estigui bé o malament, i la majoria de cops obtenim un 
error.
En percentatges veiem que ni amb els missatges que ja tenim a la base de dades ni amb 
els missatges nous acabem de trobar una bona resposta pel sistema, ja que pràcticament 
sempre obtenim una resposta negativa.
És per aquesta raó que hem decidit no fer servir aquest sistema i hem decidit desenvolupar 
un nou codi basat en Word2Vec per veure si podiem arreclar els errors.
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!Codi W2Vec_v2.py
 
Figura 61. Resultats W2Vec_v2
En aquest segon codi basat en Word2Vec hem observat i hem obtingut una millora força 
substancial des del primer, observem que tenim molta més quantitat de respostes bones 
que en el primer codi.
Observem com en el primer cas que és un codi força binari, o respon bé o respon 
malament, molt pocs cops respon una resposta mitjana i això pot ser molt contraproduent, ja 
que el temps que ens fa guanyar amb bones respostes el perdríem en les dolentes.
Veiem que les millores en el corpus no funcionen bé per aquest sistema, ja que quan afegim 
l'assumpte que hauria de proporcionar més informació, el comportament empitjora, aquest 
sistema obté els millors resultats sense l’assumpte.
Observem una petita millora en els missatges quan agafem els 500 de la base de dades, 
això és logic, ja que el missatge nou conté paraules que el sistema ja coneix per això 
obtenim un percentatge una mica més alt que amb missatges desconeguts.
Tot i així no podem donar per bona aquesta resposta, ja que fins i tot en el millor dels casos 
arribem al 50% de respostes bones molt just, creiem que un sistema recomanador ha 
d’aconseguir un percentatge millor que aquest. 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!Codi Difflib_version.py
 
Figura 62. Resultats Difflib_version
En aquest tercer codi hem vist que tenim un patró amb massa respostes intermèdies, 
recordem que les respostes grogues es donen quan el sistema no troba cap recomanació, 
en aquest cas, fer servir un sistema que pràcticament mai sap que recomanar no es pot 
considerar un sistema recomanador, és per això que no podrem acceptar aquest sistema 
com el millor.
A les gràfiques veiem que hem aconseguit una millora en els errors a mesura que hem anat 
millorant el corpus de missatges històrics, però en contra del que volem, hem observat que 
aquesta millora en els errors no és tan bona com volíem, observant que en cap moment 
obtenim un funcionament en què el sistema ens doni una majoria de respostes correctes. 
De totes maneres ens apropem a una bona solució, ja que com a mínim hem aconseguit 
reduir el nombre d'errors i transformar aquests errors en respostes més valides.
Un altre cop tornem a observar que a mida que el corpus es neteja, el comportament del 
sistema millora i aquest cop, afegir l'assumpte al cos del missatge observem que sí que 
millora el comportament del nostre sistema, ja que a mida que netejem el cos obtenim més 
respostes correctes i menys d'incorrectes o regulars.
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!Codi cosine_similarity.py
 
Figura 63. Resultats Cosine_similarity
Aquest és l'últim sistema i com podem observar no té res a veure amb els anteriors. Aquí 
predominen els encerts, com podem observar, a mesura que millorem el corpus també 
anem obtenint una millora en les respostes correctes fins a arribar aproximadament a un 
màxim d'un 74%. El millor resultat es dona quan el corpus està net i afegim l'assumpte.
Veiem en la quarta gràfica que aconseguim reduir els errors a un 6,6% i aquesta millora es 
transforma en respostes correctes, per tant hem aconseguit precisar molt les respostes 
bones, gràcies a la millora del corpus.
És interessant veure que en aquest sistema la tassa d'errors és molt baixa, les respostes 
que obtinguem amb aquest sistema seran pràcticament sempre correctes i en cas que la 
resposta sigui que no s'ha trobat cap similitud podem dir que realment és així.
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!Evaluació dels resultats i decisió final
Un cop realitzats tots els bancs de proves i analitzats els resultats amb de tots els codis, 
hem pres la decisió de fer servir el codi cosine_similarity.py, ja que amb un cos net i afegint 
l'assumpte del missatge aconseguim uns resultats de respostes correctes amb un 73% 
d'encert i suposa una bona solució al problema del client.
Com hem explicat abans obtenim resultats força semblants quan analitzem 31 missatges 
nous i els 500 missatges ja creats, atès que dels 500 n'extraiem una part, que com a 
resultat pot donar un missatge totalment diferent i a l'hora d'analitzar-lo el resultat pot ser un 
que no sigui l'esperat i s'assembli més a un altre missatge que no pas a ell mateix.
Per últim cal comentar que recentment s'han creat molts nous departaments i equips 
resolutors que ara mateix són encarregats de resoldre els tiquets que abans s'encarregava 
un altre equip, en aquests resultats hem donat per valids els antics equips resolutors però 
seria necessària una adaptació de la base de dades als nous equips resolutors.
Un cop en funcionament i amb el pas del temps el sistema s’adaptarà a aquests nous 
equips resolutors donant com a resposta aquests tot i que la solució més efectiva seria 
adaptar la base de dades. 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!13. Adaptació del projecte a producció
Fins ara tot el sistema ha sigut provat i fet funcionar amb un bon comportament en un ambit 
local, és a dir a dins d'un ordinador que feia alhora de servidor.
L'ultim pas del projecte, és l'adaptació del sistema a un servidor per a fer proves que ens 
proporcionara inLab. Aquest servidor ens aporta un entorn que es pot considerar de 
producció, ja que és un entorn montat d'igual forma que el servidor real. El sistema serà 
integrat en aquest servidor abans de sortir a producció per a evitar possibles errors que 
puguin sorgir de la implantació.
Primer de tot explicarem quins softwares hem fet servir per la implementació a producció:
# Postman: Farem servir Postman de la mateixa forma que el fèiem servir a la API en 
local, ja que aquesta eina ben configurada, ens serveix per a enviar peticions a una 
API, sigui local o estigui en un servidor.
# Terminus [24] : Es tracta d'un sistema d'administració de servidors que funciona per 
a mac. Aquest software el farem servir per tractar amb el servidor, configurar-lo i 
adaptar-lo a la nostra solució.
El nostre Client ens ha proporcionat les dades d'accés al seu servidor amb nom 
"sartan.fib.upc.edu", el primer que hem fet ha sigut configurar el software Terminus per a 
poder accedir al servidor via SSH i poder treballar des del servidor a partir d'ara. Terminus 
és un software molt fàcil i intuïtiu així que un cop obrim el programa veurem una pantalla 
inicial i un camp de text on introduir la comanda ssh per a connectar amb el nostre servidor, 
un cop omplert aquest camp i introduït la contrasenya, ja estarem dins el nostre servidor. 
Figura 64. Connexió al servidor.
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!Un cop dins el servidor el primer pas és descarregar el nostre sistema recomanador que 
tenim hostatjat a un repositori de Git amb la següent comanda:
Figura 65. Clonació del sistema recomanador al servidor.
Un cop hem descarregat el nostre sistema, hem d'aconseguir introduir al servidor un altre 
dels apartats essencials, la Base de Dades. En aquest servidor tenim ja instal·lat mongoDB, 
per tant ja està tot preparat per integrar la taula Messages (on hem guardat els tiquets nets) 
al nostre servidor per a poder treballar amb ella. 
El primer pas per a poder integrar la taula Messages al nostre servidor és exportar-la, per 
això hem fet servir l'eina Studio 3T, a les figures 66 i 67 veurem els passos que hem seguit 
per a l'exportació. A l'arxiu de l'exportació li hem donat format Json per a poder importar-lo 
fàcilment dins el servidor. 
Figura 66. Exemple d’exportació Taula Messages (I)
Figura 67. Exemple d’exportació Taula Messages (II)
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!Un cop feta l’exportació el següent pas ha sigut copiar l’arxiu exportat dins el servidor. A la 
figura 68 veiem com hem fet servir la comanda scp per copiar l’arxiu Messages.json cap al 
servidor “sartan.fib.upc.edu".
Figura 68. Còpia Messages.json al servidor
En aquest punt, tal com hem comentat anteriorment, ja tenim instal·lat mongoDB al nostre 
servidor per tant el que hem fet tot seguit ha sigut importar la taula Messages al nostre 
servidor de producció. Per a fer la importació hem fet servir mongoimport, aquesta és una 
eina de línia de comandes que ens permet importar contingut des de Json cap a altres 
bases de dades.
Figura 69. Importació de Messages.json a Messages del servidor
Un cop feta la importació, des de l'eina Terminus ja podem accedir i veure que la importació 
ha sigut executada amb èxit.
Figura 70. Comprovació de la importació.
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!Per a completar la implementació ens queda el més important, adaptar tot el nostre sistema 
d'informació al nou entorn. Com vam fer en la instal·lació local, ara haurem d'adaptar tot 
l'entorn i instal·lar els mòduls que necessitem per al correcte funcionament del sistema. 
Per a no influir en funcionament de tot el servidor el que farem és crear un virtualenv [25] o 
entorn aïllat per a poder instal·lar tots els mòduls que necessitem per al funcionament del 
sistema de forma segura. Els mòduls que hem d'instal·lar són el que pertanyen a la API i al 
codi cosine_similarity, ja que és el codi que farem servir finalment i són els següents:
● Flask

● Flask_pymongo

● Simplejson

● Nltk

● Langdetect

● bs4

Per últim hem modificat el codi de la API per deixar únicament la crida al codi de 
cosine_similarity, ja que ha sigut el codi que hem decidit fer servir després de les proves.
Figura 71. Mètode POST de la API de producció.
Un cop adaptat tot l'entorn ja tenim tot el sistema preparat per a activar la API i començar a 
rebre resultats. Per a això actuarem d'igual forma que en local, executarem des de la línia 
de comandes l'aplicació i activarem la API.
Figura 72. Activació de la API al servidor
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!Amb la API activada ja podrem actuar com en local, fent servir l'eina Postman, i adaptant les 
crides podrem cridar a la nostra API. Com veurem tot seguit el nostre sistema ja està 
adaptat al servidor "sartan.fib.upc.edu" i ja ens retorna els resultats que esperem. 
Figura 73. Resposta API  a Producció
Com podem veure a la figura 73, en la petició a la API (1) hem modificat la URL, abans 
fèiem la petició amb la IP del servidor local mentre que ara l'hem fet amb el nom del servidor 
de producció que ens ha proporcionat l'inLab. 
Veiem que la informació que li enviem a la API (2) segueix amb el mateix format que quan 
fèiem les proves, mentre que ara ja estem retornant únicament la informació que el client 
necessita (3) per a la creació d'un nou tiquet. Aquest format de retorn també és el que hem 
fet servir per als Jocs de proves. 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!14. Conclusió
Finalment hem aconseguit generar un sistema recomanador robust, que s'adapta a les 
peticions inicials del client i aconsegueix resoldre, en gran mida, el problema descrit 
inicialment, aconseguint així la fita inicial que era complir els objectius que ens han 
demanat.
Amb el nostre sistema recomanador funcionant, hem realitzat un petit càlcul per a confirmar 
que realment hem complit l'objectiu del client, que era estalviar temps i recursos en la tasca 
de classificar els tiquets que arriben a l'inLab de la FIB. Analitzant la Base de Dades original, 
hem vist que el sistema de MailToTicket va ser implantat a principis del 2015, per tant 
hauriem de mesurar les dades des de inicis 2015 fins a finals de 2016, és a dir un període 
de dos anys. En aquests dos anys s’han resolt aproximadament 1700 tiquets via 
MailToTiquet d'un total de 4000 tiquets que s’han resolt en aquest mateix període de temps, 
això vol dir que un 42,5% dels tiquets que arriben són via MailToTiquet, fent un càlcul hem 
deduït que en dos anys hem tingut una mitjana d'uns 70 tiquets nous al mes via 
MailToTicket, i que amb un temps de resolució aproximat de 10 minuts obtenim una mitjana 
de 12 hores al mes treballades en la resolució d'aquests tiquets, val a dir que aquest temps 
de resolució és una estimació que hem realitzat en no disposar d’un registre clar del temps 
que passa entre la recepció del correu i la creació del tiquet. És a dir, el sistema actual té 
una gran dependència del factor humà i amb la introducció del sistema de recomanació 
presentat assolim aïllar aquesta component i reduir el temps de resposta de cara a l’usuari 
que ha enviat el missatge. 
Finalment el nostre sistema té un 73% d'encert, per tant amb el nostre sistema estem 
guanyant aproximadament 8,75 hores/mes d'un treballador, pot no sonar a gaire però per 
una empresa on es gestionen tantes coses com l'inLab, aquestes 8,75 hores al mes de 
dedicació a una altra tasca poden ser essencials, parlem que en un any guanyaríem 
aproximadament 105 hores amb la implantació del nostre sistema. 
Analitzant la base de dades hem observat que hi ha mesos en que arribem a rebre 150 
missatges que s'han de transformar en tiquets, aquests mesos coincideixen amb dates 
importants com per exemple les matricules, és en aquests mesos on el sistema fa més falta 
que mai arribant a estalviar un total de 18 hores al mes. 
Cal comentar que aquest sistema que hem desenvolupat està construït sobre una base de 
dades en la que hi han tiquets antics, tiquets creats quan encara no existia el sistema de 
MailToTicket i tiquets creats en uns anys on tots els problemes que hi havia a la FIB els 
resolia l'inLab, és per això que molts cops trobem que l'equip resolutor és el mateix inLab. 
Actualment existeixen nous departaments i equips resolutors que s'encarreguen de tasques 
que tota la vida ha resolt l'inlab. Com que el nostre sistema es basa en els històrics, alguns 
missatges que haurien de solventar equips resolutors nous, van a parar a l'antic equip 
resolutor. Un bon pas per a arreglar aquest problema seria modificar els equips resolutors 
de la base de dades històriques i adaptar-los als nous equips, d'aquesta forma milloraríem 
el percentatge d'encert del nostre sistema i el guany que obtenim milloraria.
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!És important també la temporalitat dels tiquets, al llarg del temps els temes canvien i les 
tecnologies també per tant segur que és diferent un missatge del 2012 d'un del 2018, seria 
interessant en treballs futurs tenir en compte la temporalitat dels missatges. 
També hem de tenir en compte que el sistema es basa en dades històriques i aquestes 
dades que no són infinites, el que volem dir és que hi ha missatges que arriben nous i no se 
saben classificar pel fet que no hi ha cap solució dins els contexts, fins i tot en Jaume Moral, 
ha trobat missatges que en veure’ls no ha sabut com es classificarien.
Aquest sistema ha sigut implantat al MailToTicket, però si decidíssim aplicar-ho també al 
sistema de peticions via suport.fib.upc.edu on l'usuari obre un tiquet nou, podríem obtenir un 
guany més elevat, ja que evitaríem possibles errors humans i estaríem, d'aquesta forma 
agafant tot el sistema de Tiqueting de l'inLab. Hem fet un petit càlcul i agafant el mateix 
espai temporal que anteriorment, amb 4000 missatges en dos anys rebríem 167 tiquets al 
mes que amb un percentatge de 73% i un cost temporal mínim de 10 minuts, es traduiria en 
un estalvi de 20 hores mensuals.i 240 hores anuals. Per a desenvolupar aquesta 
implantació a un nou sistema l’únic que hauríem de fer és adaptar la forma en com es tracta 
la nova entrada de dades, ja que el sistema recomanador seria el mateix.
El resultat del nostre projecte és un sistema extensible a altres sistemes classificadors de la 
UPC i en el cas que es volgués exportar ja tindríem tota la base que s'hauria de fer servir en 
aquesta implementació, per tant no trobem complicat complir amb el que hem explicat a 
l'anterior paràgraf en un futur pròxim.
En aquest projecte hem ficat en pràctica els coneixements que hem obtingut de diferents 
assignatures del grau, com pot ser Enginyeria de requisits per saber trobar una bona solució 
al problema, Cerca i Anàlisi d'informació Massiva per a saber analitzar la informació del 
sistem, Bases de Dades per saber amb què estem tractant i també assignatures de 
seguiment de projectes i creació de projectes com poden ser VPE o PSI. 
En un projecte d'aquest estil hi té un gran pes l'Aprenentatge Autònom, durant aquests 
mesos de desenvolupament hem hagut d'aprendre moltes tècniques i formes diferents 
d'implementar i de portar un projecte, tantes coses que no es poden explicar totes a un 
document, però sí que és important que quedi reflectit que no només hem vist el que hem 
explicat sinó que hi han hagut molts més coneixements apresos que no han sigut exposats. 
Un punt interessant que hem après durant aquest projecte i hem confirmat veient els 
resultats és, que tractar amb el llenguatge natural no és fàcil, molts cops hem cregut que 
fent aquest canvi que pot semblar tant lògic, un cop veiem els resultats tot ha empitjorat, 
s'ha de pensar molt i tenir ben clar amb quin tipus de dades treballes i quin objectiu vols 
aconseguir i sobretot fer proves per analitzar els resultats.
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!Arribar a aconseguir aquest sistema recomanador funcionant, no ha sigut una tasca fàcil, 
hem hagut de prendre decisions que han afectat al projecte, hem hagut de defensar la 
nostra postura enfront de la del client, hem hagut de prendre decisions conjuntes client/
desenvolupador, hem hagut de generar proves i resultats per a confirmar que el model que 
hem seguit per a la implementació del nostre sistema ha sigut l'adequat. En definitiva hem 
hagut de seguir un conjunt de tasques que no entren dins el desenvolupament del sistema 
però que son igual o més importants que el resultat final. Des de el meu punt de vista és 
d'aquestes tasques és d'on més s'aprèn, haver de prendre decisions és la part més 
important i més arriscada del projecte i podem dir sense cap mena de por que ha sigut una 
experiència molt enriquidora en tots els sentits.
El codi final que s’ha implementat al servidor de producció es podrà trobar en el següent 
link:
- Codi del sistema de recomanació del servidor de producció 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!15. Treballs futurs i aplicabilitat
En aquest apartat, l’ultim del treball hem volgut recollir algunes idees que han anat sorgint 
durant el transcurs del projecte, idees sobre possibles futures ampliacions del projecte així 
com millores sobre el sistema que s’ha desenvolupat durant aquests mesos.
# Per millorar l’actual sistema de recomanacions es podria analitzar la base de dades 
original i substituir els antics equips resolutors que s’encarregaven dels tiquets 
abans, pels nous equips o departaments que s’han anat afegint aquests ultims anys, 
seria una forma d’acurar més les respostes i obtenir millors resultats. 
# Tenir en compta el factor temps dels missatges, en la mateixa linea que la primera 
idea, aqui es podria tenir en compta no només el nivell de similitud que hem obtingut 
amb els missatges sino també de quan és aquest missatge, ja que potser obtindriem 
un millor resultat si el missatge és més recent que un missatge més antic.
# En el cas que no es trobes cap similitud amb un missatge existent a la base de 
dades o en casos en què la similitud no fos l'esperada, el nostre sistema podria, en 
funció del grau de similitud, actuar com a bot que permetés al client iniciar un procés 
de comunicació amb l'usuari per a poder obtenir més informació.
# Hem desenvolupat un sistema que és  extensible a altres sistemes de resolucions 
d’incidència de la UPC. Per tant un cop el nostre estigui funcionant a producció, es 
podria estudiar fer l’adaptació a aquests altres sistemes.
# Incloure al nostre sistema de recomanació, els tiquets que arriben via 
suport.fib.upc.edu per a classificar-los d’una forma senzilla. D’aquesta el guany que 
proporcionaria aquest sistema seria encara més gran.
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!Annex
 
Diagrama de Gantt ampliat
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!Llistat d’stop words en català
Llistat de lletres soltes que treiem dels textos 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!Llistat de caracters que treiem dels missatges
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