Our society is more dependent on information systems than ever before.
The Challenge of Total Cost of Ownership
Our society is more dependent on information systems than ever before.
However, managing the information systems infrastructure in a cost-effective manner is a growing challenge. The total cost of ownership (TCO) of information technology is increasingly dominated by people costs. In fact, mistakes in operations and administration of information systems are the single most reasons for system outage and unacceptable performance. For information systems to provide value to their customers, we must reduce the complexity associated with their deployment and usage.
Role of Self-Managing Technology
One way of addressing the challenge of total cost of ownership is by making information systems more self-managing. In this tutorial, we will try to gain a deeper understanding of this challenge with respect to the database management systems component. A particularly difficult piece of the ambitious vision of making database systems self-managing is the automation of database performance tuning. Despite some progress, such tuning still requires substantial human expertise and time, and sometimes resembles black art more than principled engineering. While we have no "magic bullet" as yet, attempt is being made on many fronts automate performance tuning capabilities of database systems through a variety of techniques. In this tutorial, we will study the progress made so far in this important area and the challenges that lie ahead.
Goal of the Tutorial
A survey of the specific functionality, algorithms and architecture that have been deployed commercially to enable automated database tuning is one possible way to understand this space. A recent tutorial [1] addressed this need. However, we will be adding several unique elements that were missing in [1] to further enrich the scope of the tutorial.
First, we will distinguish the foundational concepts from specific implementation of the features in individual products. Lack of a broad understanding of the foundational issues reduces the exposition to a laundry list of isolated features without any underlying principles. It also makes it impossible to develop a framework to compare and contrast existing technology. Such a framework can serve an invaluable need in explicating the implicit assumptions, strengths as well as weaknesses in existing technology. Incidentally, identifying the weaknesses could be the most valuable contribution of a tutorial as it opens the door for future research.
Building such a foundation requires us to depend on a number of mathematical tools such as queuing theory, combinatorial optimization and other algorithmic techniques. We will leverage such tools to characterize each of the self-manageability challenges and their solutions.
Next, we recognize from our experience that a tutorial on selfmanageability is intricately tied to the resource that is being managed. No evaluation of the self-manageability is possible without an understanding of the use of the resource (e.g., memory, indexed access paths) in a database management system. Relating the use of the resource in a relational database management system with its manageability challenges is a key requirement for gaining insight. Such a discussion will also point to how there may be an opportunity and in fact a need to consider changing our database server implementation itself (in some cases simplifying) to reduce total cost of ownership.
Finally, there has been substantial work in the academic world, past as well as recent, that relate to self-managing DBMS technology. Our tutorial will include thorough discussion of past academic work.
Outline of the Tutorial
Unlike a "feature-survey" like tutorial, our tutorial focuses on key techniques for automated tuning as the centrepiece. In contrast to [1] , this tutorial is primarily addressed to researchers and graduate students who wish to work on issues of self-managing DBMS technology.
What is it all about?

Auto-tuning Paradigms
Auto-tuning as Tradeoff Elimination
(Example: Cache Management)
Auto-tuning as Static Optimization with Deterministic Input (Example: Physical Design)
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