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Abstrakt
C´ılem te´to bakala´rˇske´ pra´ce je navrhnout postup tvorby 3D modelu venkovn´ıho prostrˇed´ı.
Na za´kladeˇ pozice robota a dat z laserove´ho da´lkomeˇru jsou do mapy prˇida´ny body. Z teˇchto
bod˚u je metodou Delaunayho triangulace vytvorˇena troju´heln´ıkova´ s´ıt’, ktera´ je na´sledneˇ
zjednodusˇena algoritmem Vertex decimation. Tvorba modelu prob´ıha´ postupneˇ v pr˚ubeˇhu
j´ızdy robota. Se z´ıska´va´n´ım novy´ch bod˚u se aktualizuje existuj´ıc´ı s´ıt’ troju´heln´ık˚u.
Abstract
This thesis deals with 3D map building of outdoor environment using laser rangefinders.
Sensor measurements are transformed to the points and are aggregated to an internal model
with respect to the current robot’s position. From these points, a triangular mesh is created
using Delaunay triangulation algorithm. The memory requirements for storing the internal
model are reduced by mesh decimation algorithm. The presented method builds the map
incrementally in real time. Several experiments have been conducted to verify the presented
approach.
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U´vod
Laserove´ da´lkomeˇry patrˇ´ı k aktivn´ım senzor˚um, ktere´ se cˇasto pouzˇ´ıvaj´ı v mobiln´ı
robotice pro sn´ıma´n´ı okoln´ıho prostrˇed´ı, pouzˇ´ıvaj´ı se pro detekci prˇeka´zˇek, v te´to pra´ci
jsou pouzˇity pro tvorbu 3D mapy. Nasn´ımana´ data mohou by´t ukla´da´na a zpracova´na azˇ
po dokoncˇen´ı sbeˇru nebo mu˚zˇe by´t zpracova´n´ı prova´deˇno pr˚ubeˇzˇneˇ po celou dobu j´ızdy.
Veˇtsˇina soucˇasny´ch metod tvorby 3D model˚u prostrˇed´ı ze senzoricky´ch meˇrˇen´ı z laserovy´ch
da´lkomeˇr˚u nejdrˇ´ıve nasb´ıraj´ı vsˇechna data a azˇ pote´ je zpracuj´ı. C´ılem te´to pra´ce je navrh-
nout metodu tvorby 3D modelu, ktera´ by pracovala v rea´lne´m cˇase a meˇla n´ızke´ pameˇt’ove´
na´roky pro uchova´n´ı intern´ı reprezentace.
V prvn´ı kapitole nazvane´ Robot, senzory, sourˇadne´ syste´my je popsa´n robot Quido
a senzory vyuzˇ´ıvane´ v te´to pra´ci. Popsa´ny jsou zde senzory pro urcˇen´ı pozice robota a lase-
rovy´ da´lkomeˇr, ktery´ se pouzˇ´ıva´ pro sbeˇr dat. Da´le jsou zde popsa´ny sourˇadne´ syste´my, se
ktery´mi se v pr˚ubeˇhu tvorby mapy pracuje. Ve druhe´ kapitole nazvane´ Na´vrh rˇesˇen´ı je uve-
den prˇehled neˇkolika prac´ı na podobne´ te´ma a na´vrh vlastn´ıho rˇesˇen´ı tvorby modelu. Je zde
uvedena transformace bod˚u z´ıskany´ch z da´lkomeˇru do modelu a datova´ struktura pro vy-
hleda´va´n´ı bod˚u v prostoru - KD-strom. Vybrane´ algoritmy pro triangulaci a zjednodusˇen´ı
modelu jsou popsa´ny v kapitola´ch 3 Triangulace a 4 Zjednodusˇen´ı modelu a odstraneˇn´ı
pohyblivy´ch objekt˚u ze za´znamu. V Kapitole 5 Implementace a testova´n´ı jsou popsa´ny
vyuzˇ´ıvane´ knihovny a na´vrh programu. Take´ jsou zde prezentova´ny vy´sledky test˚u a jsou
zde rozebra´ny proble´my zvolene´ho rˇesˇen´ı.
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Kapitola 1
Robot, senzory, sourˇadne´ syste´my
Tato kapitola popisuje robota Quido (obr. 1.1), pomoc´ı ktere´ho prob´ıha´ sbeˇr dat.
Strucˇneˇ jsou zde popsa´ny senzory pouzˇa´vane´ pro urcˇova´n´ı polohy robota a meˇrˇen´ı vzda´lenosti.
Robot Quido vznikl v ra´mci projektu Roboauto [1]. Da´le jsou zde popsa´ny sourˇadne´ syste´my
se ktery´mi se pracuje a kinematicky´ model robota vyuzˇ´ıvany´ pro vy´pocˇet pozice v prostoru.
1.1 Rotacˇn´ı opticky´ enkode´r
Rotacˇn´ı opticky´ enkode´r je senzor, ktery´ prˇeva´d´ı rotacˇn´ı pohyb na sekvenci impuls˚u,
kde kazˇdy´ impuls indikuje otocˇen´ı o urcˇity´ u´hel. Enkode´r se skla´da´ z disku, ktery´ ma´
na obvodu umı´steˇny otvory, zdroje sveˇtla (LED dioda) a prˇij´ımacˇe (fototranzistor nebo
fotodioda). Zdroj a prˇij´ımacˇ jsou umı´steˇny na opacˇny´ch strana´ch disku tak, zˇe mezi nimi
sveˇtlo procha´z´ı prˇes otvory v disku [2].
Disk je spojen s hrˇ´ıdel´ı, jej´ızˇ ota´cˇen´ı meˇrˇ´ıme. Prˇi ota´cˇen´ı disku sveˇtlo strˇ´ıdaveˇ procha´z´ı
prˇes otvor a je zast´ıneˇno diskem. To je prˇij´ımacˇem detekova´no a prˇevedeno na impulsy.
Kazˇdy´ impuls tak indikuje otocˇen´ı o u´hel mezi dveˇmi otvory. Pro z´ıska´n´ı informace o smeˇru
ota´cˇen´ı se prˇida´va´ druhy´ prˇij´ımacˇ. Ten prˇij´ıma´ fa´zoveˇ posunuty´ signa´l. Na robotovi je pouzˇit
enkode´r z kulicˇkove´ mysˇi.
1.2 Kompas
U robota potrˇebujeme zna´t nejen polohu, ale take´ natocˇen´ı v prostoru (azimut). Ten
mu˚zˇeme zjistit bud’ z inercia´ln´ı jednotky integrac´ı u´hlove´ rychlosti nebo z kompasu, ktery´
poskytuje absolutn´ı meˇrˇen´ı smeˇru.
Funkce kompasu spocˇ´ıva´ v meˇrˇen´ı magneticke´ho pole Zemeˇ. Magneticke´ pole Zemeˇ nen´ı
konstantn´ı, je ovlivnˇova´no slunecˇn´ım veˇtrem. Prˇesnost meˇrˇen´ı je take´ ovlivnˇova´na kovovy´mi
prˇedmeˇty v okol´ı kompasu a zdroji elektromagneticke´ho za´rˇen´ı, naprˇ. elektromotorem nebo
elektricky´m veden´ım. Podle zp˚usobu sn´ıma´n´ı mu˚zˇeme kompasy rozdeˇlit na [3]:
• mechanicke´ magneticke´ kompasy
• fluxgate kompasy
• hall-effect kompasy
• magnetorezistivn´ı kompasy
• magnetoindukcˇn´ı kompasy
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• magnetoelasticke´ kompasy
Na robotovi Quido je pouzˇit kompas CMPS 03. Pro meˇrˇen´ı magneticke´ho pole vyuzˇ´ıva´
senzor Philips KMZ51, ktery´ se rˇad´ı k magnetorezistivn´ım senzor˚um.
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right lidar
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camera
right camera
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Obra´zek 1.1: Robot Quido.
1.3 Inercia´ln´ı jednotka
Inercia´ln´ı meˇrˇ´ıc´ı jednotka (angl. Inertial Measurement Unit, IMU) je zarˇ´ızen´ı pro meˇrˇen´ı
u´hlove´ rychlosti a zrychlen´ı. Gyroskop meˇrˇ´ı u´hlovou rychlost, u´hel natocˇen´ı z´ıska´me inte-
grac´ı u´hlove´ rychlosti podle cˇasu.
Gyroskopy p˚uvodneˇ meˇly podobu setrvacˇn´ıku, ktery´ zachova´va´ polohu osy rotace. Mo-
dern´ı mikroelektromechanicke´ (Micro-Electro-Mechanical Systems, MEMS) gyroskopy vyuzˇ´ı-
vaj´ı principu Coriolisovy s´ıly1.
Akcelerometr je senzor, ktery´ vyuzˇ´ıva´ setrvacˇnosti hmoty k meˇrˇen´ı rozd´ılu mezi kinema-
ticky´m a gravitacˇn´ım zrychlen´ım. Dvoj´ı integrac´ı zrychlen´ı z´ıska´me pozici. Prˇi spojen´ı trˇ´ı
akcelerometr˚u tak, zˇe smeˇry jejich citlivosti jsou ortogona´ln´ı, mu˚zˇeme urcˇit polohu teˇlesa v
prostoru. Pro dosazˇen´ı spra´vne´ funkcˇnosti mus´ıme umı´stit akcelerometry do gyroskopicky
stabilizovane´ho za´veˇsu zvane´ho
”
gimbals“. Vnitrˇn´ı cˇa´st za´veˇsu lze povazˇovat za polohoveˇ
stabiln´ı, proto maj´ı nameˇrˇena´ zrychlen´ı vliv na trajektorii objektu.
Tato konstrukce inercia´ln´ı jednotky dosahuje vysoke´ prˇesnosti. Jej´ı nevy´hodou je vsˇak
slozˇite´ usporˇa´da´n´ı za´veˇs˚u a s t´ım souvisej´ıc´ı obt´ızˇna´ kalibrace. Z toho d˚uvodu se da´va´
prˇednost Strapdown technologii. U Strapdown technologie nejsou pouzˇity za´veˇsy, ale sn´ımacˇe
jsou pevneˇ spojeny s konstrukc´ı prˇ´ıstroje. Gyroskopy nejsou urcˇeny ke stabilizaci, ale meˇrˇ´ı
ota´cˇen´ı teˇlesa v prostoru. Nevy´hoda Strapdown technologie je pohyb akcelerometr˚u v pro-
storu a t´ım zp˚usobene´ jejich ovlivneˇn´ı gravitacˇn´ım zrychlen´ım [4]. Vy´hodou je jednodusˇsˇ´ı
konstrukce a s t´ım souvisej´ıc´ı nizˇsˇ´ı cena.
Na robotovi je umı´steˇna inercia´ln´ı jednotka ADIS16362 od firmy Oprox. Jednotka ob-
sahuje trˇ´ıosy´ gyroskop a trˇ´ıosy´ akcelerometr. Kalibrace senzor˚u se prova´d´ı prˇi vy´robeˇ.
1Coriolisova s´ıla je zp˚usobena rotec´ı Zemeˇ kolem osy. Projevuje se sta´cˇen´ım pohybuj´ıc´ıch se objekt˚u na
severn´ı polokouli doprava, na jizˇn´ı doleva.
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Obra´zek 1.2: Sche´ma za´veˇsu gimbals. Prˇevzato z [4].
1.4 Laserovy´ da´lkomeˇr
Laserovy´ da´lkomeˇr (LIght Detection And Ranging, LIDAR) je aktivn´ı2 bezkontaktn´ı
senzor, ktery´ meˇrˇ´ı dobu letu vyslane´ho signa´lu. Laserovy´ paprsek je vysla´n laserovou diodou
a prˇ´ıslusˇnou optickou soustavou. Odrazˇeny´ signa´l je detekova´n pomoc´ı lavinove´ fotodiody.
Podle cˇasu t, ktery´ uplynul od vysla´n´ı signa´lu do prˇijet´ı odrazu je urcˇena vzda´lenost d -
rovnice ??, c je rychlost sveˇtla.
d =
1
2
ct[?] (1.1)
Na robotovi jsou umı´steˇny da´lkomeˇry LMS 100 od firmy SICK [5]. Tento typ da´lkomeˇru
vyuzˇ´ıva´ dvojitou pulsn´ı technologii. Pro kazˇdy´ vyslany´ paprsek doka´zˇe vyhodnotit azˇ dva
odrazˇene´ paprsky. Dı´ky tomu eliminuje odrazy naprˇ. od kapek vody a umozˇnˇuje to umı´steˇn´ı
da´lkomeˇru za sklo.
Da´lkomeˇr je umı´steˇn v pouzdrˇe o velikosti 102 mm × 152 mm × 105 mm a splnˇuje
trˇ´ıdu odolnosti IP 65. Tato trˇ´ıda zarucˇuje odolnost proti pr˚uniku libovolny´mi prˇedmeˇty
a prachoteˇsnost. Da´le odolnost proti proudu vody z libovolne´ho u´hlu z trysky o pr˚umeˇru
6,3 mm ze vzda´lenosti 3 m.
Da´lkomeˇr ma´ maxima´ln´ı zorny´ u´hel 270◦, rozliˇsovac´ı prˇesnost je mozˇne´ zvolit 0,25◦ nebo
0,5◦ a sn´ımkovac´ı frekvenci 25 Hz nebo 50 Hz. LIDAR umı´steˇny´ na robotovi ma´ prˇesnost
nastavenou na 0.25◦, v jednom meˇrˇen´ı tedy da´va´ 1080 vzda´lenost´ı. K z´ıska´n´ı nameˇrˇeny´ch
dat je mozˇne´ pouzˇ´ıt rozhran´ı ethernet nebo RS232.
2Aktivn´ı senzory emituj´ı za´rˇen´ı a meˇrˇ´ı reakci prostrˇed´ı na toto za´rˇen´ı. Pasivn´ı senzory pouze kvantizuje
vstupuj´ıc´ı energii, ale sa´m nic nevys´ıla´.
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Obra´zek 1.3: Laserovy´ da´lkomeˇr SICK LMS100.
1.5 Sourˇadne´ syste´my
Sourˇadne´ syste´my slouzˇ´ı k popisu teˇlesa v prostoru. Nejcˇasteˇji pouzˇ´ıvany´ je karte´zsky´
sourˇadny´ syste´m. Karte´zsky´ syste´m k popisu pouzˇ´ıva´ osy tvorˇene´ navza´jem kolmy´mi prˇ´ımka-
mi. Druhy´m vy´znamny´m syste´mem je cylindricky´ (va´lcovy´) sourˇadny´ syste´m. Ten k popisu
teˇlesa pouzˇ´ıva´ sourˇadnice ϕ, r a z. ϕ uda´va´ u´hel, ktery´ sv´ıra´ pr˚umeˇt pr˚uvodicˇe do roviny
xy se zvolenou osou, r je vzda´lenost bodu od osy z.
Na robotovi se pouzˇ´ıvaj´ı trˇi sourˇadne´ syste´my, sourˇadny´ syste´m senzoru, robota a sourˇadny´
syste´m mapy (obr. 1.4). Senzor meˇrˇ´ı velicˇiny ve sve´m sourˇadne´m syste´mu. Pro dalˇs´ı zpra-
cova´n´ı teˇchto hodnot je nutna´ jejich transformace do sourˇadne´ho syste´mu robota a na´sledneˇ
do sourˇadne´ho syste´mu mapy.
1.6 Kinematicky´ model
Kinematika je cˇa´st´ı mechaniky, ktera´ se zaby´va´ geometri´ı pohybu. Neuvazˇuje hmot-
nost teˇles, setrvacˇnost a dalˇs´ı s´ıly p˚usob´ıc´ı na teˇleso. Oproti realiteˇ je kinematicky´ model
zjednodusˇen. Abychom ho mohli pouzˇ´ıt, je potrˇeba dodrzˇet jiste´ podmı´nky, prˇedevsˇ´ım aby
ota´cˇen´ı kol vyvolalo pozˇadovany´ efekt.
Robot Quido je typu auto. Zadn´ı na´prava je fixn´ı, prˇedn´ı je rˇ´ızena´. Abychom nemuseli
uvazˇovat r˚uzny´ u´hel natocˇen´ı vnitrˇn´ıho a vneˇjˇs´ıho kola v zata´cˇce, povazˇujeme robota za
jednostope´ vozidlo. Kinematicky´ model robota Quido je na obra´zku 1.5.
Rychlost prˇedn´ıho kola v je rozlozˇena na rychlosti vT a vN . Hodnoty x˙ a y˙ jsou zmeˇny po-
zice robota v jednotlivy´ch osa´ch, α je natocˇen´ı robota kolem svisle´ osy, ϑ natocˇen´ı prˇedn´ıch
kol a ω je zmeˇna natocˇen´ı kol. Rovnice 1.2 popisuje kinematicky´ model robota v maticove´m
tvaru [6].
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XY
X
Y
Z
X
Y
Z
M
R
S
Obra´zek 1.4: Sourˇadne´ syste´my. S - sourˇadny´ syste´m senzoru, R - sourˇadny´ syste´m robota,
M - sourˇadny´ syste´m mapy.

x˙
y˙
α˙
ϑ˙
 =

cosα 0
sinα 0
tan(ϑ)/l 0
0 1
[ vω
]
(1.2)
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Obra´zek 1.5: Zjednodusˇeny´ model podvozku robota Quido. Prˇevzato z [6].
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Kapitola 2
Na´vrh rˇesˇen´ı
V prvn´ı cˇa´sti te´to kapitoly jsou uvedeny existuj´ıc´ı rˇesˇen´ı uva´deˇne´ v literaturˇe. Vlastn´ı
na´vrh rˇesˇen´ı je proveden v kapitole 2.2. V kapitole 2.3 je popsa´no z´ıska´n´ı bod˚u v mapeˇ
z da´lkomeˇru a pozice robota. V posledn´ı kapitole je popsa´na datova´ struktura KD-strom,
ktera´ slouzˇ´ı k efektivn´ımu a rychle´mu vyhleda´va´n´ı bod˚u v prostoru.
2.1 Existuj´ıc´ı prˇ´ıstupy
James Underwood, Steve Scheding a Fabio Ramos ve sve´ pra´ci Real-Time Map Bu-
ilding with Uncertainty using Colour Camera and Scanning Laser [7] prˇedstavuj´ı postup
tvorby mapy. K z´ıska´va´n´ı dat vyuzˇ´ıva´ laserovy´ da´lkomeˇr a kameru umı´steˇnou na mobiln´ım
robotovi.
V pra´ci je popsa´na transformace bod˚u zameˇrˇeny´ch da´lkomeˇrem do sn´ımku kamery za
u´cˇelem z´ıska´n´ı barvy bodu. Take´ je zde uka´za´n vliv kalibrace senzor˚u na kvalitu vy´sledne´
mapy - obr. 2.1. Vy´sledna´ mapa s prˇidanou barevnou informac´ı je reprezentova´na mracˇnem
bod˚u - obr. 2.2.
Zoltan Csaba Marton, Radu Bogdan Rusu a Michael Beetz z univerzity v Mnichoveˇ
se v pra´ci On Fast Surface Reconstruction Methods for Large and Noisy Point Clouds [8]
zaby´vaj´ı rekonstrukc´ı povrchu z mracˇna bod˚u.
Nejprve prova´d´ı prˇevzorkova´n´ı vstupn´ıch dat. T´ım se snazˇ´ı vyhladit povrch, ktery´ by
jinak byl kv˚uli neprˇesnostem meˇrˇen´ı nerovny´. Dalˇs´ım vy´znamem prˇevzorkova´n´ı je dosazˇen´ı
stejne´ plosˇne´ hustoty bod˚u ve vsˇech cˇa´stech modelu, t´ım se zlepsˇ´ı vstupn´ı podmı´nky pro
triangulaci. Nakonec je triangulac´ı z´ıska´na s´ıt’ troju´heln´ık˚u. Vy´sledny´ model je na obra´zku
2.3.
2.2 Vlastn´ı na´vrh rˇesˇen´ı
Tvorba intern´ıho modelu je rozdeˇlena do neˇkolika krok˚u. Meˇrˇen´ı z laserove´ho da´lkomeˇru
sesta´vaj´ıc´ı z pole vzda´lenost´ı je nejprve transformova´no na body v prostoru v sourˇadne´m
syste´mu robota, prˇicˇemzˇ invalidn´ı meˇrˇen´ı jsou zamı´tnuty. Tyto body jsou na´sledneˇ transfor-
mova´ny dle aktua´ln´ı pozice robota do sourˇadne´ho syste´mu budovane´ intern´ı reprezentace
a agregova´ny. Pote´ jsou do modelu na za´kladeˇ novy´ch bod˚u prˇida´ny nove´ troju´heln´ıky a na-
konec je model z d˚uvodu sn´ızˇen´ı pameˇt’ove´ na´rocˇnosti decimova´n. Tento postup se opakuje
pro kazˇde´ pozorova´n´ı. Cely´ proces tvorby modelu je zna´zorneˇn na obra´zku 2.4.
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Obra´zek 2.1: Vliv kalibrace. Vlevo nezkalibrovane´ senzory - plot je v modelu 2x, vpravo
zkalibrovane´ senzory - plot je zobrazen spra´vneˇ. Prˇevzato z [7].
2.3 Transformace bod˚u z lidaru do sourˇadne´ho syste´mu mapy
Data jsou z da´lkomeˇru z´ıska´na jako pole vzda´lenost´ı di, i ∈ [0..1080] v cylindricky´ch
sourˇadnic´ıch. Vzda´lenost s indexem i je zameˇrˇena pod u´hlem θi = deg2rad(135 − 0, 25i).
Vzda´lenosti mu˚zˇeme tranformovat do karte´zske´ho sourˇadne´ho syste´mu robota podle rov-
nice 2.1. K tomu potrˇebujeme zna´t vy´sˇku umı´steˇn´ı da´lkomeˇru hL a u´hel ΘL, ktery´ sv´ıra´
s vodorovnou rovinou [3].
pi =
 xiyi
zi
 =
 di cos(ΘL) cos(θi)di sin(θi)
hL − di sin(ΘL) cos(θi)
 (2.1)
Na´sledneˇ jsou sourˇadnice prˇevedeny do sourˇadne´ho syste´mu mapy. Meˇrˇen´ı vzda´lenosti a
urcˇova´n´ı pozice prob´ıhaj´ı neza´visle. Abychom mohli informace spra´vneˇ spa´rovat, ukla´da´ se
historie pozic robota spolu s cˇasovou znacˇkou do pole. Prˇi prˇijet´ı novy´ch dat z da´lkomeˇru
se podle cˇasu vyhleda´ odpov´ıdaj´ıc´ı pozice robota v dobeˇ, kdy bylo meˇrˇen´ı provedeno. Na
za´kladeˇ pozice robora se vytvorˇ´ı transformacˇn´ı matice. Nejprve vytvorˇ´ıme matice pro po-
sunut´ı a otocˇen´ı, tyto matice pote´ vyna´sob´ıme [9] a z´ıska´me tak matici pro transformaci ze
sourˇadne´ho syste´mu robota do sourˇadne´ho syste´mu mapy. Vy´slednou transformaci vid´ıme
v rovnici 2.2. dx a dy je pozice robota, α je u´hel otocˇen´ı robota kolem svisle´ osy.
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Obra´zek 2.2: Vy´sledek po prˇida´n´ı barevne´ informace z kamery. Prˇevzato z [7].
Obra´zek 2.3: Vy´sledny´ model tvorˇeny´ troju´heln´ıky. Prˇevzato z [8].
Pi =

cosα − sinα 0 dx
sinα cosα 0 dy
0 0 1 0
0 0 0 1
 ∗

xi
yi
zi
1
 (2.2)
2.4 KD-strom
Prˇi vy´pocˇtu triangulace je velmi cˇastou operac´ı vyhleda´va´n´ı nejblizˇsˇ´ıch bod˚u, proto
mu˚zˇe mı´t rychlost vyhleda´va´n´ı vy´razny´ vliv na celou tvorbu modelu. Snazˇ´ıme se tedy pro
vyhleda´va´n´ı pouzˇ´ıt algoritmus s co nejlepsˇ´ı cˇasovou slozˇitost´ı. KD-strom pokud je dobrˇe
sestaven, pracuje s logaritmickou slozˇitost´ı.
KD-strom je datova´ struktura pro ukla´da´n´ı bod˚u v k-dimenziona´ln´ım prostoru [10]. Je
to bina´rn´ı strom ve ktere´m kazˇdy´ bod je bud’ listem nebo deˇl´ı prostor na dva podprostory
podle jedne´ z dimenz´ı. Body s nizˇsˇ´ı sourˇadn´ıc´ı v dane´ dimenzi jsou ulozˇeny v jednom
podstromu, body s vysˇsˇ´ı sourˇadn´ıc´ı ve druhe´m podstromu - obr. 2.5.
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Obra´zek 2.4: Postup tvorby modelu.
2.4.1 Tvorba KD-stromu
Necht’ je da´na mnozˇina bod˚u M , ze ktery´ch chceme sestavit KD-strom. Z mnozˇiny
vybereme vhodny´ bod P a zvol´ıme dimenzi podle ktere´ budeme deˇlit prostor. Vytvorˇ´ıme
deˇl´ıc´ı rovinu, ktera´ procha´z´ı bodem P a je kolma´ na vektor zvolene´ dimenze. Nakonec
mnozˇinu M rozdeˇl´ıme na 2 mnozˇiny ML a MR. V mnozˇineˇ ML jsou body nalevo od deˇl´ıc´ı
roviny, v mnozˇineˇ MR jsou body napravo od deˇl´ıc´ı roviny, bod P nen´ı ani v jedne´ z mnozˇim.
Z bodu P se sta´va´ uzel stromu, z mnozˇin ML a MR rekurzivneˇ vytvorˇ´ıme KD-stromy
a prˇipoj´ıme je jako podstromy k uzlu P .
Velmi d˚ulezˇita´ je spra´vna´ volba bodu P a dimenze, podle ktere´ se bude prostor deˇlit.
Pro libovolny´ bod z mnozˇimy M sestav´ıme korektn´ı KD-strom, ale mu˚zˇe se sta´t, zˇe ve
vytvorˇene´m stromu bude slozˇite´ vyhleda´va´n´ı nejblizˇsˇ´ıch bod˚u. Idea´ln´ı je, kdyzˇ se vsˇechny
bunˇky ve stromu tvarem bl´ızˇ´ı ke cˇtverci (krychli). V takove´m prˇ´ıpadeˇ je prˇi vyhleda´va´n´ı
mozˇne´ vyrˇadit nejv´ıce bod˚u a t´ım proces hleda´n´ı urychlit [10].
Prostor, ve ktere´m se vytva´rˇeny´ KD-strom nacha´z´ı, je ohranicˇen hranolem. Pokud
zvol´ıme tu dimenzi, ve ktere´ je hranol nejdelˇs´ı, rozdeˇl´ıme tak nejdelˇs´ı stranu a noveˇ vznikle´
hranoly se tak budou v´ıce bl´ızˇit krychli. Pokud naopak zvol´ıme jinou dimenzi, budou se
vznikle´ hranoly jesˇteˇ v´ıce protahovat. Kdyzˇ ma´me zvolenou dimenzi, vybereme bod, ktery´
je nejbl´ızˇe strˇedu kva´dru ve zvolene´ dimenzi. Ten se stane bodem P .
T´ımto postupem nemus´ıme vytvorˇit zcela vyva´zˇeny´ strom, ale ma´me jistotu, zˇe se jed-
notlive´ bunˇky budou co nejv´ıce bl´ızˇit krychl´ım. To je prˇi vyhleda´va´n´ı d˚ulezˇiteˇjˇs´ı nezˇ per-
fektneˇ vyva´zˇeny´ strom.
Druhou mozˇnost´ı je zvolit jako bod P media´n v dimenzi ve ktere´ se sourˇadnice bod˚u
nejv´ıce liˇs´ı. T´ım vytvorˇ´ıme dobrˇe vyva´zˇeny´ strom, ale v extre´mn´ıch prˇ´ıpadech se mu˚zˇe sta´t,
zˇe bunˇky budou dlouhe´ a u´zke´ a prˇi vyhleda´va´n´ı bude potrˇeba procha´zet hodneˇ buneˇk.
2.4.2 Prˇida´n´ı bodu do jizˇ vytvorˇene´ho KD-stromu
Necht’ je da´n KD-strom a bod X, ktery´ do tohoto stromu chceme prˇidat. Nejprve na-
lezneme list, ktery´ bude obsahovat noveˇ prˇida´vany´ bod. List mu˚zˇe by´t bud’ pra´zdny´ nebo
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obsahuje bod. Pokud je pra´zdny´, stacˇ´ı do neˇj pouze prˇidat bod X. Pokud se v listu jizˇ neˇjaky´
bod nacha´z´ı, mus´ıme danou bunˇku rozdeˇlit a bod X prˇidat jako novy´ list. Pro rozdeˇlen´ı
zvol´ıme dimenzi, ve ktere´ je dana´ bunˇka nejdelˇs´ı [10]. Du˚vod je popsa´n v kapitole 2.4.1.
Prˇi postupne´m prˇida´va´n´ı bod˚u se KD-strom mu˚zˇe sta´t nevyva´zˇeny´m. Protozˇe korˇen
kazˇde´ho podstromu deˇl´ı prostor, nav´ıc kazˇdy´ podle jine´ dimenze, nen´ı mozˇne´ strom jed-
nodusˇe vyva´zˇit prˇesouva´n´ım bod˚u z jednoho podstromu do jine´ho, jako naprˇ. u bina´rn´ıho
vyhleda´vac´ıho stromu. Pokud chceme strom vyva´zˇit, nen´ı jina´ mozˇnost nezˇ postupem po-
psany´m v kapitole 2.4.1 cely´ znovu sestavit.
2.4.3 Odstraneˇn´ı bodu
Bod, ktery´ chceme odstranit se mu˚zˇe vyskytovat bud’ jako list nebo jako korˇen pod-
stromu. List nijak neovlivnˇuje dalˇs´ı cˇa´sti stromu, proto jeho odstraneˇn´ı necˇin´ı proble´m.
Pokud se ovsˇem bod korˇenem podstromu, pak odstraneˇn´ı nen´ı jednoduche´. Korˇen stromu
deˇl´ı prostor, nav´ıc kazˇdy´ podle jine´ dimenze, proto nemu˚zˇe by´t jednodusˇe nahrazen jako
naprˇ´ıklad u bina´rn´ıho vyhleda´vac´ıho stromu. Prˇi odstraneˇn´ı korˇene je nutne´ znovu sestavit
cely´ strom postupem popsany´m v kapitole 2.4.1. To je cˇasoveˇ velmi draha´ operace, proto
nen´ı moc vhodna´, pokud se odstraneˇn´ı bod˚u prova´d´ı cˇasteˇji.
Proble´m s cˇasovou na´rocˇnost´ı odstranˇova´n´ı bod˚u je mozˇne´ obej´ıt. Pokud bod mı´sto
odstraneˇn´ı pouze oznacˇ´ıme jako odstraneˇny´, ale ve stromu ho necha´me, nen´ı nutne´ ho ze
stromu odstranˇovat. Takto oznacˇeny´ bod vynecha´me prˇi vyhleda´va´n´ı, ale mus´ıme s n´ım
pocˇ´ıtat prˇi procha´zen´ı stromem, protozˇe je to porˇa´d soucˇa´st stromu a obsahuje podstromy.
Prˇi znovusestaven´ı stromu body oznacˇene´ ke smaza´n´ı fyzicky odstran´ıme. Znovusestaven´ı
prova´d´ıme, kdyzˇ se strom po prˇida´va´n´ı bod˚u stane vy´razneˇ nevyva´zˇeny´m, nebo kdyzˇ od-
stran´ıme hodneˇ bod˚u a chceme zjednodusˇit procha´zen´ı stromu.
2.4.4 Vyhleda´va´n´ı nejblizˇsˇ´ıch bod˚u
Ma´me bod P , ke ktere´mu hleda´me nejblizˇsˇ´ı bod. Nejprve najdeme bunˇku, ve ktere´ lezˇ´ı
bod P , postupneˇ procha´z´ıme strom, dokud nedojdeme k listu. Bod X, ktery´ lezˇ´ı v tomto
listu (prˇ´ıpadneˇ rodicˇ, pokud je list pra´zdny´) mu˚zˇe by´t nejblizˇsˇ´ım bodem, ale take´ ne-
mus´ı. Vı´me vsˇak, zˇe nejblizˇsˇ´ı bod bude urcˇiteˇ lezˇet uvnitrˇ kruzˇnice se strˇedem v bodeˇ P
a procha´zej´ıc´ı bodem X. Z prohleda´va´n´ı tedy mu˚zˇeme vyloucˇit vsˇechny bunˇky, ktere´ se
neprot´ınaj´ı s t´ımto kruhem [10] - obr. 2.5.
Strom procha´z´ıme smeˇrem ke korˇeni a kazˇdou bunˇku otestujeme, zda se prot´ına´ s kruzˇnic´ı.
Pokud se prot´ına´, mus´ıme take´ rekurzivneˇ otestovat potomky. Kdyzˇ nalezneme bod, ktery´
lezˇ´ı v kruzˇnici, sta´va´ se novy´m bodem X, urcˇ´ıme novou kruzˇnici a pokracˇujeme v procha´zen´ı
stromu. Kdyzˇ se prˇi zpeˇtne´m pr˚uchodu vra´t´ıme ke korˇeni, bod X je nejblizˇsˇ´ım bodem k P .
Hleda´n´ı vzˇdy prova´d´ıme pouze v zadane´m obde´ln´ıku (kva´dru). To zajist´ı, zˇe prˇi nalezen´ı
bunˇky, ve ktere´ mu˚zˇe lezˇet blizˇsˇ´ı bod, a jej´ım rekurzivn´ım prohleda´va´n´ı, toto prohleda´va´n´ı
skoncˇ´ı na stejne´ u´rovni, kde zacˇalo a nedojde azˇ ke korˇeni stromu. T´ım zarucˇ´ıme, zˇe kazˇdou
bunˇku projdeme maxima´lneˇ jednou. Prˇi zaha´jen´ı vyhleda´va´n´ı v korˇeni stromu, nastav´ıme
prohleda´vany´ kva´dr na cely´ strom a polomeˇr kruzˇnice na nekonecˇny´.
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Obra´zek 2.5: Vyhleda´va´n´ı v KD-stromu. Prohleda´vaj´ı se pouze b´ıle´ bunˇky, sˇede´ jsou
z hleda´n´ı vyloucˇeny protozˇe se neprot´ınaj´ı s kruzˇnic´ı. Prˇevzato z [10].
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Kapitola 3
Triangulace
V te´to kapitole jsou popsa´ny nejzaj´ımaveˇjˇs´ı algoritmy pro rekonstrukci povrchu z mracˇna
bod˚u. Z teˇchto algotimu˚ jsem se inspiroval pro na´vrh postupu tvorby 3D modelu ve vlastn´ım
rˇesˇen´ı, ktere´ je v kapitole 3.2.
3.1 Prˇehled vybrany´ch algoritmu˚ pro triangulaci
C´ılem triangulace je vytvorˇit troju´heln´ıky ktere´ tvorˇ´ı povrch modelu. Na vstupu ma´me
mracˇno bod˚u, ktere´ potrˇebujeme propojit tak, aby body tvorˇily vrcholy troju´heln´ık˚u. Na
troju´heln´ıky ma´me pozˇadavek, aby se navza´jem neprot´ınaly. Na triangulaci existuj´ı r˚uzne´
algoritmy. V dalˇs´ım textu budou neˇktere´ podrobneˇji popsa´ny.
3.1.1 Marching Cubes
Marching cubes je algoritmus pro rekonstrukci povrchu pouzˇ´ıvany´ pro voxelova´ data1,
je vsˇak mozˇne´ tento algoritmus pouzˇ´ıt i pro rekonstrukci povrchu z mracˇna bod˚u.
Rekonstrukce povrchu voxelovy´ch dat
Prostor rozdeˇl´ıme na krychle, ktere´ maj´ı vrcholy ve strˇedech jednotlivy´ch voxel˚u. Kazˇdou
krychli, podle hodnot v jednotlivy´ch voxelech (kladna´ nebo za´porna´), vypln´ıme troju´heln´ıky.
Existuje 256 mozˇnost´ı, jak mu˚zˇe by´t krychle troju´heln´ıky prolozˇena. Pouze 15 mozˇnost´ı je
unika´tn´ıch, ostatn´ı vzniknou jejich otocˇen´ım nebo zrcadlen´ım [11]. Jednotlive´ mozˇnosti jsou
zna´zorneˇny na obra´zku 3.1.
Rekonstrukce povrchu mracˇna bod˚u
Nejprve ke kazˇde´mu bodu urcˇ´ıme norma´lovy´ vektor. Okoln´ı body prolozˇ´ıme rovinou,
norma´lovy´ vektor je na tuto rovinu kolmy´. Ke kazˇde´ rovineˇ mu˚zˇeme nale´zt dva kolme´
vektory, navza´jem opacˇne´. Mus´ıme zvolit takovy´ vektor, aby vsˇechny smeˇrˇovaly stejny´m
smeˇrem (bud’ ven nebo do objektu).
Dalˇs´ım krokem je vy´pocˇet skala´rn´ıho pole, to je funkce, ktera´ pro body uvnitrˇ objektu
vrac´ı za´pornou hodnotu a vneˇ objektu kladnou hodnotu. To urcˇ´ıme na za´kladeˇ norma´l ve
vstupn´ıch bodech. Urcˇ´ıme gradient skala´rn´ıho pole v jednotlivy´ch voxelech. Ten z´ıska´me
jako va´zˇeny´ pr˚umeˇr norma´lovy´ch vektor˚u z okol´ı voxelu, va´hy odpov´ıdaj´ı vzda´lenosti bodu
1Voxel (zkratka z VOlumetric piXEL) slouzˇ´ı k popisu prostorovy´ch dat. Jedna´ se o obdobu pixelu v rovineˇ.
Prostor je rozdeˇlen na krychle, prostor ohranicˇeny´ kazˇdou z krychl´ı ma´ urcˇite´ vlastnosti.
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Obra´zek 3.1: Marching cubes - prolozˇen´ı krychle troju´heln´ıky. Prˇevzato z [12].
od voxelu podle Gaussova rozlozˇen´ı. Podle gradient˚u spocˇ´ıta´me hodnotu skala´rn´ıho pole v
jednotlivy´ch voxelech [11, 13]. Kdyzˇ zna´me hodnotu skala´rn´ıho pole ve voxelech, mu˚zˇeme
rekonstruovat povrch postupem popsany´m v minule´ kapitole.
3.1.2 Delaunayova triangulace
Tuto metodu navrhl Boris Delaunay v roce 1934. C´ılem te´to metody je vytvorˇit takove´
troju´heln´ıky, aby nejmensˇ´ı u´hel v kazˇde´m troju´heln´ıku byl co nejveˇtsˇ´ı. Za´kladem je trian-
gulace v rovineˇ (2D), ale existuj´ı i algoritmy pro prostor o vysˇsˇ´ıch dimenz´ıch. Ve vysˇsˇ´ıch
dimenz´ıch jde pouze o zobecneˇn´ı triangulace v rovineˇ.
C´ılem Delaunayovy triangulace je vytvorˇen´ı takovy´ch troju´heln´ık˚u, zˇe kdyzˇ kazˇde´mu
troju´heln´ıku op´ıˇseme kruzˇnici, nebude uvnitrˇ te´to kruzˇnice lezˇet zˇa´dny´ bod. K tvorbeˇ
troju´heln´ık˚u splnˇuj´ıc´ıch tuto podmı´nku je mozˇne´ pouzˇ´ıt r˚uzne´ algoritmy. Jednou z mozˇnost´ı
je nejprve vytvorˇit Vorone´ho diagram a ten prˇeve´st na troju´heln´ıky. Druhou mozˇnost´ı je
pouzˇ´ıt algoritmus, ktery´ tvorˇ´ı troju´heln´ıky prˇ´ımo, bez nutnosti tvorˇit Vorone´ho diagram.
Vorone´ho diagram
Necht’ existuje mnozˇina bod˚u v rovineˇ M , teˇmto bod˚um rˇ´ıka´me mı´sta. Kazˇde´mu mı´stu
m z mnozˇiny M prˇiˇrad´ıme takovou mnozˇinu bod˚u V (m), zˇe vzda´lenost kazˇde´ho bodu
X ∈ V (m) k mı´stu m nen´ı veˇtsˇ´ı nezˇ vzda´lenost k ostatn´ım mı´st˚um z mnozˇiny M . V (m)
nazveme Vorone´ho bunˇka. Pr˚unik dvou Vorone´ho buneˇk se nazy´va´ Vorone´ho hrana, pr˚unik
trˇ´ı buneˇk se nazy´va´ Vorone´ho vrchol [14]. Na´sleduj´ıc´ı rovnice vyjadrˇuj´ı forma´ln´ı definici
Vorone´ho bunˇky (rovnice 3.1), Vorone´ho hrany (rovnice 3.2) a Vorone´ho vrcholu (rovnice
3.3).
V (m) = {x, ∀n ∈M,n 6= m, |xm| < |xn|} (3.1)
H(m,n) = V (m) ∩ V (n) (3.2)
T (m,n, o) = V (m) ∩ V (n) ∩ V (o) (3.3)
17
Inkrementa´ln´ı konstrukce Vorone´ho diagramu
Inkrementa´ln´ı algoritmus je zalozˇen na postupne´m prˇida´va´n´ı bod˚u do existuj´ıc´ıho di-
agramu. Prˇida´n´ı bodu prova´d´ıme tak, zˇe nejprve zjist´ıme, ve ktere´ bunˇce bod lezˇ´ı, pote´
aktualizujeme bunˇky, kde dosˇlo ke zmeˇneˇ.
Aktualizaci provedeme tak, zˇe vezmeme hranu mezi novy´m m0 mı´stem a p˚uvodn´ım
mı´stem m1 v bunˇce, kam jsme prˇidali nove´ mı´sto, a najdeme pr˚usecˇ´ıky te´to hrany s jinou
hranou, p0 a p1. Dalˇs´ı bunˇka, kterou je potrˇeba aktualizovat obsahuje hranu na ktere´ je
bod p1, v te´to bunˇce lezˇ´ı mı´sto m2. Vytvorˇ´ıme hranu mezi mı´sty m0 a m2 a opeˇt najdeme
pr˚usecˇ´ıky s jinou hranou. Jedn´ım z pr˚usecˇ´ık˚u je bod p1, druhy´ oznacˇ´ıme jako p2. T´ımto
zp˚usobem pokracˇujeme da´l, dokud nenalezneme bod pn = p0 [15].
Algoritmus zametac´ı prˇ´ımky
Tento algoritmus pro vytvorˇen´ı Vorone´ho diagramu navrhl v roce 1986 Steve Fortune,
proto se mu neˇkdy rˇ´ıka´ Fortuneho algoritmus. V rovineˇ zvol´ıme smeˇr, ktery´m budeme
posouvat zametac´ı prˇ´ımku. Kdyzˇ prˇ´ımka naraz´ı na bod, prˇida´me do grafu parabolicky´
oblouk, ohniskem paraboly je nalezeny´ bod a rˇ´ıd´ıc´ı prˇ´ımkou je zametac´ı prˇ´ımka. Posloupnost
parabolicky´ch oblouk˚u se nazy´va´
”
beach line“ (obra´zek 3.2).
Obra´zek 3.2: Zametac´ı prˇ´ımka - parabolicke´ oblouky tvorˇ´ı beach line
Pr˚usecˇ´ıky dvou oblouk˚u tvorˇ´ı Vorone´ho hrany. Pr˚usecˇ´ık trˇ´ı oblouk˚u tvorˇ´ı Vorone´ho
vrchol, prˇi tom prostrˇedn´ı oblouk zanikne [15]. Stejny´ postup jako v rovineˇ mu˚zˇeme pouzˇ´ıt
i v prostoru. Pak ma´me mı´sto zametac´ı prˇ´ımky rovinu a mı´sto paraboly paraboloid.
Prˇevod Vorone´ho diagramu na delaunayho triangulaci
Vrcholy troju´heln´ık˚u v Delaunayho triangulaci tvorˇ´ı mı´sta z Vorone´ho diagramu. Propo-
jena jsou vzˇdy ta mı´sta, jejichzˇ bunˇky spolu ve Vorone´ho diagramu soused´ı [14]. Pokud na´m
nestacˇ´ı zna´t jednotlive´ u´secˇky, ale potrˇebujeme take´ zjistit, ktere´ u´secˇky tvorˇ´ı troju´heln´ık,
mu˚zˇeme vyuzˇ´ıt toho, zˇe strˇed kruzˇnice opsane´ troju´heln´ıku lezˇ´ı ve Vorone´ho vrcholu. Stacˇ´ı
tedy proj´ıt vsˇechny Vorone´ho vrcholy a ke kazˇde´mu vytvorˇit odpov´ıdaj´ıc´ı troju´heln´ık - obr.
3.3.
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Obra´zek 3.3: Prˇevod Vorone´ho diagramu (cˇerna´) na Delaunayho triangulaci (sˇeda´).
Metoda inkrementa´ln´ı konstrukce
Nejprve provedeme inicializaci. Vybereme libovolny´ bod a najdeme k neˇmu nejblizˇsˇ´ı
bod. T´ım ma´me nalezenu prvn´ı hranu. Da´le najdeme takovy´ bod, pro ktery´ ma´ kruzˇnice
(ve 3D koule) opsana´ hraneˇ a tomuto bodu nejmensˇ´ı polomeˇr. Tento troju´heln´ık prˇida´me
do modelu a jeho hrany do seznamu aktivn´ıch hran.
Ze seznamu aktivn´ıch hran vybereme prvn´ı hranu a prˇida´me ji do vy´sledne´ triangulace.
K te´to hraneˇ nejdeme bod pro ktery´ ma´ opsana´ kruzˇnice nejmensˇ´ı polomeˇr. T´ım z´ıska´me
dveˇ nove´ hrany. Pokud se v seznamu aktivn´ıch hran nevyskytuj´ı, tak je tam prˇida´me. Pokud
se nepodarˇ´ı naj´ıt bod, ktery´ by mohl by´t prˇida´n, znamena´ to, zˇe hrana lezˇ´ı na okraji modelu.
Tento postup opakujeme, dokud se nevypra´zdn´ı seznam aktivn´ıch hran [16].
Metoda inkrementa´ln´ıho vkla´da´n´ı
Nejprve vlozˇ´ıme do modelu trˇi nove´ body P−1, P−2 a P−3. Vol´ıme takove´ body, aby
vsˇechny body z mnozˇiny urcˇene´ k triangulaci lezˇely uvnitrˇ tohoto troju´heln´ıku. Noveˇ vlozˇene´
body mus´ı by´t dostatecˇneˇ daleko od ostatn´ıch bod˚u, aby nelezˇely uvnitrˇ kruzˇnice opsane´
ostatn´ım bod˚um a neovlivnily tak vy´sledek triangulace. Do modelu vlozˇ´ıme hrany P−1P−2,
P−2P−3 a P−3P−1.
Postupneˇ do modelu vkla´da´me dalˇs´ı body. Prˇi vkla´da´n´ı bodu X najdeme troju´heln´ık,
ve ktere´m bod X lezˇ´ı. Pokud lezˇ´ı na hraneˇ, tak najdeme tuto hranu. Pokud bod X lezˇ´ı v
troju´heln´ıku, prˇida´me do modelu hrany z bodu X do vrchol˚u tohoto troju´heln´ıku. Pokud
bod X lezˇ´ı na hraneˇ h, pak prˇida´me do modelu hrany z bodu X do vrchol˚u troju´heln´ık˚u,
ktere´ maj´ı spolecˇnou hranu h a hranu h odstran´ıme.
Prˇida´n´ım novy´ch hran do modelu mohla by´t porusˇena podmı´nka Delaunayho triangu-
lace. Pokud se tak stalo, naprav´ıme to prˇekla´peˇn´ım hran. Prˇeklopen´ı hrany spocˇ´ıva´ v pro-
hozen´ı u´hloprˇ´ıcˇky cˇtyrˇu´heln´ıku tak, aby tento cˇtyrˇu´heln´ık splnˇoval podmı´nku s opsanou
kruzˇnic´ı [17]. Prˇeklopen´ı hrany je uka´za´no na obra´zku 3.4.
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Obra´zek 3.4: Prˇeklopen´ı hrany - vlevo nen´ı splneˇna podmı´nka, vpravo je splneˇna.
Metoda rozdeˇl a panuj
Algoritmus rozdeˇl a panuj (divide and conquer) spocˇ´ıva´ v rozdeˇlen´ı mnozˇiny bod˚u,
rekurzivn´ım zpracova´n´ı obou polovin a na´sledne´m sloucˇen´ı vy´sledk˚u. Nejprve jsou body
serˇazeny podle sourˇadnice x, prˇi rovnosti rozhodne o porˇad´ı sourˇadnice y. Mnozˇina je
rozdeˇlena na poloviny a ty jsou rekurzivneˇ zpracova´ny. Deˇlen´ı koncˇ´ı ve chv´ıli, kdy zby´vaj´ı
2 nebo 3 body (hrana nebo troju´heln´ık). Po zpracova´n´ı obou polovin jsou tyto poloviny
spojeny. To je nejobt´ızˇneˇjˇs´ı fa´ze. Hledaj´ı se vhodne´ dvojice bod˚u (jeden z leve´ poloviny a
druhy´ z prave´), prˇ´ıpadneˇ se odstranˇuj´ı neˇktere´ z jizˇ vytvorˇeny´ch hran. Podrobnosti o te´to
metodeˇ naleznete v [16].
3.2 Zvoleny´ postup triangulace
Po transformaci bod˚u do mapy je dalˇs´ım krokem triangulace. K tomu jsem se roz-
hodl pouzˇ´ıt Delaunayovu triangulaci. Uvazˇoval jsem o metodeˇ Marching cubes. Podle
vy´sledk˚u prezentovany´ch v [13] je mozˇne´ s touto metodou dosa´hnout velmi dobry´ vy´sledk˚u.
Za dobry´mi vy´sledky stoj´ı prˇedevsˇ´ım prolozˇen´ı bod˚u implicitn´ı plochou. V cˇla´nku [13] je
popsa´na tvorba modelu zp˚usobem, kdy v dobeˇ zpracova´n´ı jizˇ jsou zna´my vsˇechny nasn´ımane´
body. Oproti tomu ja´ tvorˇ´ım model postupneˇ s kazˇdy´m novy´m skenem. To prˇina´sˇ´ı neˇkolik
proble´mu˚.
Hlavn´ım proble´mem je, zˇe v dobeˇ prova´deˇn´ı triangulace ma´me nasn´ımanou jen malou
cˇa´st povrchu objektu, nedoka´zˇeme tedy urcˇit vnitrˇek objektu. To je prˇ´ıpad prakticky vsˇech
objekt˚u, ktere´ robot na cesteˇ potka´. Robot nasn´ıma´ sce´nu jen z jedne´ strany a veˇtsˇinou se
nedostane do mı´st odkud by byly objekty viditelne´ i z druhe´ strany.
Problematicke´ je nav´ıc zpracova´n´ı okraj˚u plochy. Pro spra´vne´ urcˇen´ı skala´rn´ıho pole
je potrˇeba zna´t body v cele´m okol´ı bodu. Kdyzˇ je bod na okraji plochy, body z dosud
nezmapovane´ oblasti chyb´ı a proto nen´ı mozˇne´ pole spra´vneˇ urcˇit. Bylo by mozˇne´ triangulaci
prova´deˇt opozˇdeˇneˇ, azˇ bude v okol´ı dost bod˚u, ale kontrola, zda je jizˇ mozˇne´ body zpracovat
nebo je potrˇeba jesˇteˇ cˇekat by byla velmi slozˇita´. Z d˚uvodu efektivity chceme zpracova´vat
pouze oblasti, kde prˇibyly nove´ body a pote´ se k te´to oblasti jizˇ nevracet.
Nakonec jsem zvolil Delaunayovu triangulaci, u ktere´ je mozˇne´ postupneˇ prova´deˇt aktu-
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alizace modelu pouze v mı´stech, kde byly prˇida´ny nove´ body a se zbytkem modelu nijak ne-
manipulovat. Delaunayovu triangulaci mu˚zˇeme vytvorˇit bud’ s vyuzˇit´ım Vorone´ho diagramu
nebo prˇ´ımo. Tvorbu s vyuzˇit´ım Vorone´ho diagramu jsem zavrhnul kv˚uli pozˇadavku na
pr˚ubeˇzˇne´ zobrazova´n´ı aktua´ln´ıho stavu modelu. Ke zobrazen´ı potrˇebujeme zna´t troju´heln´ıky,
nestacˇ´ı na´m jen Vorone´ho diagram. Bylo by nutne´ Vorone´ho diagram kv˚uli kazˇde´mu zobra-
zen´ı aktua´ln´ıho stavu prˇeve´st na triangulaci. Druhou mozˇnost´ı by bylo uchova´vat v pameˇti
jak Vorone´ho diagram, tak odpov´ıdaj´ıc´ı triangulaci. To by ale bylo ply´tva´n´ı pameˇt´ı, nav´ıc
by to vyzˇadovalo u´pravu troju´heln´ık˚u pokazˇde´, kdyzˇ by dosˇlo ke zmeˇneˇ ve Vorone´ho dia-
gramu.
Prˇi na´vrhu algoritmu jsem vycha´zel z metody inkrementa´ln´ı konstrukce. Z popisovany´ch
metod ma´ sice nejhorsˇ´ı cˇasovou slozˇitost, ale pro nasˇe potrˇeby se hod´ı nejle´pe. Nebudeme
testovat vsˇechny body, ale jen ty, ktere´ jsou od hrany do urcˇite´ vzda´lenosti, d˚uvod je popsa´n
v kapitole 4.3. K vyhleda´n´ı nejblizˇsˇ´ıch bod˚u pouzˇijeme KD-strom. Omez´ıme t´ım pocˇet bod˚u,
ktere´ budeme testovat, kvadraticka´ slozˇitost tedy nebude prˇedstavovat takovy´ proble´m.
Pote´ co do intern´ıho modelu vlozˇ´ıme body z neˇkolika meˇrˇen´ı, vytvorˇ´ıme prvn´ı troju´heln´ık.
Vybereme bod A a jeho nejblizˇsˇ´ı bod B. Urcˇ´ıme strˇed S u´secˇky AB, mnozˇinu bod˚u
M = {Pi, |PiS| < dmax}, vybereme bod C1 ∈ M,C1 6= A
∧
C1 6= B a vypocˇ´ıta´me strˇed
S1. K bodu S1 nalezneme nejblizˇsˇ´ı bod X a porovna´me vzda´lenosti |S1X| a |S1A|. Pokud
|S1X| < |S1A|, vybereme z mnozˇiny M jiny´ bod C2. Postup opakujeme dokud nenalezneme
bod Cn, pro ktery´ plat´ı |SnX| ≥ |SnA|. T´ım jsme vytvorˇili prvn´ı troju´heln´ık.
Postup nalezen´ı dalˇs´ıch troju´heln´ık˚u se mı´rneˇ liˇs´ı. Body A, B vyb´ıra´me jako stranu
neˇktere´ho z troju´heln´ık˚u. Vol´ıme takovou dvojici bod˚u, ktera´ je jen v jednom troju´heln´ıku.
Vyloucˇ´ıme t´ım z prohleda´va´n´ı mozˇnosti, kde novy´ troju´heln´ık pravdeˇpodobneˇ vytvorˇit nelze
a zajist´ıme t´ım vhodne´ podmı´nky pro decimaci. Druhou odliˇsnost´ı je nutnost kontrolovat,
jestli je noveˇ nalezeny´ troju´heln´ık ABCn jizˇ ulozˇen v modelu. V takove´m prˇ´ıpadeˇ je potrˇeba
hleda´n´ı opakovat pro dalˇs´ı bod z mnozˇiny M . Je take´ mozˇne´, zˇe novy´ troju´heln´ık pro body
A, B nebude nalezen. Postup je zna´zorneˇn na obra´zku cˇ. 3.5.
Obra´zek 3.5: Delaunayova traingulace. Modrˇe jsou zvy´razneˇny u´secˇky na okraji modelu,
zeleneˇ vybrana´ u´secˇka, ke ktere´ se snazˇ´ıme prˇipojit novy´ troju´heln´ık.
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Kapitola 4
Zjednodusˇen´ı modelu a odstraneˇn´ı
pohyblivy´ch objekt˚u ze za´znamu
V te´to kapitole jsou popsa´ny dva algoritmy pro zjednodusˇen´ı modelu. Vybrany´ algo-
ritmus je popsa´n podrobneˇji a je odvozen vztah pro vy´pocˇet obecne´ rovnice deˇl´ıc´ı roviny.
Tato rovina se vyuzˇ´ıva´ prˇi tvorbeˇ troju´heln´ık˚u pro zaponeˇn´ı d´ıry vznikle´ odevra´n´ım bodu.
Na konci kapitoly je popsa´n zp˚usob, jak je mozˇne´ z modelu odstranit pohybuj´ıc´ı se objekty.
4.1 Prˇehled vybrany´ch algoritmu˚ pro zjednodusˇen´ı modelu
Velky´ pocˇet bod˚u je vy´hodny´ prˇedevsˇ´ım v mı´stech, kde jsou hrany a cˇlenite´ plochy. To
ale nen´ı prˇ´ıpad velky´ch, rovny´ch ploch jako jsou cesty a pod. Na teˇchto rovny´ch plocha´ch
pro dosazˇen´ı dobre´ho modelu stacˇ´ı maly´ pocˇet bod˚u.
Body lezˇ´ıc´ı na cesteˇ, po ktere´ robot jede, jsou da´lkomeˇrem zameˇrˇova´ny z male´ vzda´lenosti.
Proto ma´me v modelu cesty pokryte´ body velmi husteˇ. Kdyzˇ pocˇet bod˚u lezˇ´ıc´ıch na rovny´ch
plocha´ch sn´ızˇ´ıme, sn´ızˇ´ı se t´ım nejen potrˇebna´ velikost pameˇti, ale take´ se zrychl´ı vy-
hleda´va´n´ı nejblizˇsˇ´ıch bod˚u. Prˇi triangulaci vyhleda´va´n´ı nejblizˇsˇ´ıch bod˚u je jedna z nejcˇasteˇji
prova´deˇny´ch operac´ı. Zvy´sˇen´ım rychlosti vyhleda´va´n´ı se zrychl´ı take´ cela´ tvorba modelu.
4.1.1 Algoritmus Vertex Decimation
Prˇi pouzˇit´ı algoritmu Vertex decimation hleda´me vrcholy ktere´ mohou by´t odebra´ny. Po
odebra´n´ı vrcholu, vzniklou d´ıru zapln´ıme novy´mi troju´heln´ıky. Prˇi posuzova´n´ı, zda vrchol
X mu˚zˇeme odebrat, nejprve urcˇ´ıme do jake´ kategorie vrchol patrˇ´ı [18, 19]:
• Jednoduchy´ vrchol je ze vsˇech stran obklopen troju´heln´ıky, nelezˇ´ı na okraji a ne-
prot´ınaj´ı se v tomto mı´steˇ dveˇ roviny.
• Komplexn´ı vrchol je vrchol, ve ktere´m se prot´ınaj´ı dveˇ roviny.
• Okrajovy´ vrchol nen´ı ze vsˇech stran obklopen troju´heln´ıky.
Odstranit mu˚zˇeme pouze jednoduchy´ nebo okrajovy´ vrchol, komplexn´ı vrchol odstranit
nemu˚zˇeme.
Dalˇs´ım krokem je vy´pocˇet pr˚umeˇrne´ roviny. Sourˇadnice bodu v pr˚umeˇrne´ rovineˇ urcˇ´ıme
podle rovnice 4.1, norma´lovy´ vektor roviny urcˇ´ıme podle rovnice 4.2 [18]. Ai je plocha
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troju´heln´ıku, ni norma´lovy´ vektor a ci strˇed troju´heln´ıku. Pokud je vzda´lenost bodu od
roviny mensˇ´ı nezˇ dana´ hodnota, pak se bod odstran´ı a vznikla´ d´ıra se zapln´ı troju´heln´ıky.
B =
∑
Ai × ni∑
Ai
(4.1)
n =
∑
Ai × ci∑
Ai
(4.2)
Z bod˚u, ktere´ lezˇely kolem odeb´ırane´ho bodu vytvorˇ´ıme smycˇku. Troju´heln´ıky pro za-
plneˇn´ı d´ıry se z´ıskaj´ı rekurzivn´ım deˇlen´ım te´to smycˇky. Smycˇku rozdeˇl´ıme na dveˇ cˇa´sti,
ktere´ da´le deˇl´ıme dokud nez´ıska´me takovou smycˇku, ktera´ je tvorˇena pouze trˇemi body,
t´ım jsme nalezli troju´heln´ık.
Smycˇku deˇl´ıme pomoc´ı deˇl´ıc´ı u´secˇky. Deˇl´ıc´ı u´secˇka je spojnice dvou bod˚u ze smycˇky,
ktere´ spolu nesoused´ı. Ne kazˇda´ u´secˇka je vhodna´ k deˇlen´ı. Abychom vhodnost dane´ u´secˇky
oveˇrˇili, vytvorˇ´ıme deˇl´ıc´ı rovinu. To je rovina ve ktere´ lezˇ´ı deˇl´ıc´ı prˇ´ımka a ktera´ je soucˇasneˇ
kolma´ na pr˚umeˇrnou rovinu. Pozice pr˚umeˇrne´ roviny, deˇl´ıc´ı prˇ´ımky a deˇl´ıc´ı roviny je
zna´zorneˇna na obra´zku 4.1.
Obra´zek 4.1: Pr˚umeˇrna´ rovina, deˇl´ıc´ı prˇ´ımka a deˇl´ıc´ı rovina. Prˇevzato z [19].
Aby se vytvorˇily co nejlepsˇ´ı troju´heln´ıky, meˇl by by´t pro zvolenou deˇl´ıc´ı u´secˇku co
nejveˇtsˇ´ı pomeˇr dl (d je vzda´lenost nejblizˇsˇ´ıho bodu od roviny, l je de´lka u´secˇky). Aby se
nove´ vytvorˇene´ troju´heln´ıky neprot´ınaly, mus´ı lezˇet vsˇechny body jedne´ nove´ vznikle´ smycˇky
na jedne´ straneˇ deˇl´ıc´ı roviny a body z druhe´ smycˇky na druhe´ straneˇ. Pokud tato podmı´nka
nen´ı splneˇna, je potrˇeba nale´zt jinou deˇl´ıc´ı u´secˇku. Mu˚zˇe se sta´t, zˇe nebude nalezena zˇa´dna´
vhodna´ deˇl´ıc´ı u´secˇka, v takove´m prˇ´ıpadeˇ nemu˚zˇe by´t bod X odebra´n.
4.1.2 Algoritmus Quadric Error Metric Decimation
Kazˇde´mu vrcholu je prˇiˇrazena matice 4×4, ktera´ urcˇuje chybu v dane´m vrcholu. Kazˇde´
hraneˇ je pote´ prˇiˇrazen bod, ktery´ tuto hranu nahrad´ı v prˇ´ıpadeˇ jej´ıho odstraneˇn´ı. Sourˇadnice
bodu jsou voleny tak, aby vznikla´ chybu byla minima´ln´ı. Hrany serˇad´ıme vzestupneˇ podle
chyby, ktera´ vznikne jejich odebra´n´ım a odeb´ıra´me vzˇdy hranu s nejmensˇ´ı chybou. Po
odebra´n´ı hrany vznikne novy´ bod a zmeˇn´ı se hrany v okol´ı odeb´ırane´ hrany, t´ım se zmeˇn´ı
i chyba, ktera´ vznikne jejich odebra´n´ım. Tyto informace je potrˇeba aktualizovat.
Chybu ve vrcholu v = [v1, v2, v3, 1]
T definujeme jako ∆(v) = vTQvv. Ma´me norma-
lizovanou1 rovinu P : ax + by + cz + d = 0 a bod v = (v1, v2, v3). Vzda´lenost v od P
1Normalizovana´ rovina - velikost norma´love´ho vektoru je rovna jedne´.
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je ∆P (v) = av1 + bv2 + cv3 + d. Necht’ P =< a, b, c, d > a v =< v1, v2, v3, 1 >, pak
∆P (v) = av1 + bv2 + cv3 + d = P · v. P · v mu˚zˇe naby´vat kladny´ch i za´porny´ch hodnot,
abychom z´ıskali pouze kladne´ hodnoty, pouzˇijeme druhou mocninu. Soucˇin prˇep´ıˇseme do
maticove´ podoby a po u´prava´ch dostaneme rovnici 4.3. Matice MP (v) urcˇuje chybu ve vr-
cholu v vzhledem k rovineˇ P . Pro z´ıska´n´ı vy´sledne´ matice ve vrcholu v, Qv (rovnice 4.4),
secˇteme matice pro roviny rv vsˇech troju´heln´ık˚u t, ve ktery´ch lezˇ´ı vrchol v, rv = {t, v ∈ t}.
(P T · v)2 = vT

a2 ab ac ad
ab b2 bc bd
ac bc c2 cd
ad bd cd d2
 v = vT ·MP (v) · v (4.3)
Qv =
∑
P∈rv
MP (v) (4.4)
Novy´ bod v po odebra´n´ı hrany pq umı´st´ıme tak, aby vy´sledna´ chyba byla co nejmensˇ´ı.
Jsou da´ny vrcholy p, q a jejich chybove´ matice Qp, Qq. Chyba ve vrcholu v, ∆(v), je da´na
rovnic´ı 4.5, chybova´ matice ve vrcholu v je da´na rovnic´ı 4.6.
∆(v) = (vTQpv + v
TQqv)/2 = [v
T (Qp +Qq)v]/2 (4.5)
Qv = Qp +Qq (4.6)
Bod v lezˇ´ı na sourˇadnic´ıch, kde je minina´ln´ı chyba ∆(v). To urcˇ´ıme polozˇen´ım parcia´ln´ıch
derivac´ı rovnice 4.5 rovny´m nule a vypocˇ´ıta´me sourˇadnice x, y, z bodu v [18].
4.2 Zvoleny´ postup zjednodusˇen´ı modelu
Pro zjednodusˇen´ı modelu jsem zvolil algoritmus Vertex Decimation (kapitola 4.1.1) z
d˚uvodu jednodusˇsˇ´ıho vy´pocˇtu oproti algoritmu Quadric Error Metric Decimation (kapi-
tola 4.1.2). U algoritmu Vertex Decimation potrˇebujeme zna´t plochy, strˇedy a norma´love´
vektory jednotlivy´ch troju´heln´ık˚u. Vsˇechny tyto informace mu˚zˇeme spocˇ´ıtat prˇi prˇida´va´n´ı
troju´heln´ıku, t´ım se vyhneme opakovane´mu pocˇ´ıta´n´ı stejny´ch hodnot.
Quadric Error Metric odstranˇuje vzˇdy tu hranu, ktera´ zp˚usob´ı nejmensˇ´ı chybu, k tomu
je potrˇeba udrzˇovat serˇazeny´ seznam vsˇech hran, protozˇe takovy´ bod mu˚zˇe by´t v jine´ cˇa´sti
modelu, nezˇ kde prˇibyly nove´ body. Vertex Decimation pouze urcˇuje zda mu˚zˇe by´t dany´
bod odebra´n bez ohledu na odeb´ıra´n´ı ostatn´ıch bod˚u.
Abychom zachovali dobre´ podmı´nky2 pro triangulaci, nebudeme odeb´ırat body z okraje
modelu. Budeme odeb´ırat pouze body, ktere´ se nevyskytuj´ı na okraji modelu (tj. body, ktere´
se vyskytuj´ı jen v u´secˇka´ch sd´ıleny´ch dveˇma troju´heln´ıky). Budeme tedy odeb´ırat pouze
jednoduche´ vrcholy podle rozdeˇlen´ı uvedene´ho v kapitole 4.1.1. Abychom se vyhnuli opa-
kovane´mu testova´n´ı stejny´ch bod˚u, budeme kazˇdy´ jednoduchy´ vrchol testovat na odebra´n´ı
pouze jednou a to ve chv´ıli, kdy se z okrajove´ho vrcholu stane vrchol jednoduchy´.
Prˇi triangulaci pouze prˇida´va´me nove´ troju´heln´ıky, sta´vaj´ıc´ı troju´heln´ıky neodeb´ıra´me
ani neupravujeme. Kdybychom k jednoduche´mu vrcholu prˇidali dalˇs´ı troju´heln´ık, stal by
se z neˇj komplexn´ı vrchol. Tato situace by nemeˇla nikdy nastat. Prˇi triangulaci prˇida´va´ne
nove´ troju´heln´ıky pouze k hrana´m na okraji modelu, zde lezˇ´ı pouze okrajove´ vrcholy.
2Kdyzˇ jsou body na okraji modelu bl´ızko sebe, mu˚zˇeme hleda´n´ı nejblizˇsˇ´ıch bod˚u od u´secˇky zjednodusˇit
na hleda´n´ı nejblizˇsˇ´ıch bod˚u od krajn´ıch bod˚u te´to u´secˇky.
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Kdyzˇ prˇida´me troju´heln´ık k hraneˇ AB lezˇ´ıc´ı na okraji modelu, z bod˚u A a B se mo-
hou sta´t jednoduche´ vrcholy (pokud dojde u uzavrˇen´ı troju´heln´ık˚u kolem vrcholu) nebo
tyto vrcholy mohou z˚ustat na okraji. Bod C, ktery´ prˇida´me k hraneˇ AB se take´ mu˚zˇe
sta´t jednoduchy´m vrcholem. Obra´zek 4.2 zobrazuje situaci, kdy k tomu mu˚zˇe doj´ıt. Prˇi
prˇida´n´ı troju´heln´ıku otestujeme vsˇechny trˇi vrcholy, jestli jsou jednoduche´. Prˇi nalezen´ı
jednoduche´ho vrcholu se pokus´ıme tento vrchol odebrat. Ostatn´ı vrcholy nema´ smysl tes-
tovat, protozˇe u nich nemohlo doj´ıt ke zmeˇneˇ.
Obra´zek 4.2: Situace, kdy se prˇidany´ vrchol C strane jednoduchy´m vrcholem. Modrˇe jsou
zvy´razneˇny okrajove´ hrany.
Kdyzˇ je zjiˇsteˇno, zˇe zkoumany´ bod X mu˚zˇe by´t odebra´n, vytvorˇ´ıme mnozˇinu M bod˚u,
ktere´ soused´ı s X a serˇad´ıme ji tak, aby sousedn´ı body v M spolu sousedily i v modelu.
T´ım jsme vytvorˇili uzavrˇenou smycˇku, kterou mus´ıme zaplnit troju´heln´ıky.
Po zvolen´ı deˇl´ıc´ı prˇ´ımky mus´ıme urcˇit obecnou rovnici deˇl´ıc´ı roviny, k tomu potrˇebujeme
zna´t jej´ı norma´lovy´ vektor −→ns a bod, ktery´ lezˇ´ı v te´to rovineˇ. Krajn´ı body deˇl´ıc´ı u´secˇky
lezˇ´ı i v deˇl´ıc´ı rovineˇ, pouzˇijeme tedy jeden z nich. Krajn´ı body nazveme A, B. Vektor−→ns z´ıska´me jako vektorovy´ soucˇin dvou vektor˚u lezˇ´ıc´ıch v deˇl´ıc´ı rovineˇ. Jedn´ım z vektor˚u
mu˚zˇe by´t smeˇrovy´ vektor deˇl´ıc´ı prˇ´ımky −→u = (B − A). Jako druhy´ vektor mu˚zˇeme pouzˇ´ıt
norma´lovy´ vektor pr˚umeˇrne´ roviny −→n . Protozˇe je pr˚umeˇrna´ a deˇl´ıc´ı rovina kolma´, ma´me
t´ım zarucˇeno, zˇe vektor −→n lezˇ´ı v deˇl´ıc´ı rovineˇ. Protozˇe deˇl´ıc´ı prˇ´ımka lezˇ´ı v pr˚umeˇrne´ rovineˇ,
ma´me zarucˇeno, zˇe vektory −→n a −→u jsou r˚uzne´ (jsou na sebe kolme´). Norma´lovy´ vektor
deˇl´ıc´ı roviny z´ıska´me z rovnice 4.7.
−→ns = −→u ×−→n (4.7)
4.3 Odstraneˇn´ı pohyblivy´ch objekt˚u ze za´znamu
Robot se po sve´ trase nepohybuje sa´m. Spolu s n´ım se take´ pohybuj´ı lide´, kterˇ´ı pokud
se dostanou do zorne´ho pole senzor˚u, objev´ı se take´ v modelu. Nejlepsˇ´ı by bylo takovy´m
situac´ım se vyhnout, to ale nen´ı mozˇne´. Da´lkomeˇr ma´ zorny´ u´hel 270◦, aby se cˇloveˇk,
ktery´ jde spolu s robotem neobjevil v za´znamu, musel by j´ıt prˇ´ımo za robotem. Da´le se
kolem robota mohou pohybovat lide´, kterˇ´ı jen procha´z´ı okolo a nemaj´ı za´jem nedostat se
do za´beˇru. Podle pohybu v za´znamu mu˚zˇeme lidi rozdeˇlit do trˇ´ı skupin. Na lidi, kterˇ´ı jdou
spolu s robotem, proti robotovi, nebo stejny´m smeˇrem jak robot, ale prˇedb´ıhaj´ı ho.
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Pokud jde cˇloveˇk vedle robota, da´lkomeˇr ho sn´ıma´ porˇa´d ve stejne´ vy´sˇce a nebude
tak nasn´ıma´n cely´ jak trˇeba sloup, kolem ktere´ho robot proj´ızˇd´ı. V mapeˇ se to projev´ı
jako skvrna ve vzduchu ta´hnouc´ı se celou mapou. Takove´to skvrny je pomeˇrneˇ jednoduche´
odstranit. Stacˇ´ı omezit vzda´lenost ve ktere´ prˇi triangulaci hleda´me body pro prˇipojen´ı
k modelu.
Kdyzˇ se cˇloveˇk pohybuje proti robotovi, v za´znamu vypada´ jako sˇikma´ plocha zacˇ´ınaj´ıc´ı
u zemeˇ a zvedaj´ıc´ı se ve smeˇru ch˚uze. Protozˇe za´znam cˇloveˇka zacˇ´ına´ u zemeˇ, omezen´ı
vzda´lenosti ve ktere´ hleda´me body bude neu´cˇinne´. Rˇesˇen´ım mu˚zˇe by´t prˇi prˇida´va´n´ı bod˚u
do modelu odstraneˇn´ı teˇch, ktere´ lezˇ´ı nad nebo pod jizˇ existuj´ıc´ım troju´heln´ıkem. Model
v dobeˇ zameˇrˇen´ı cˇloveˇka jizˇ obsahuje zem pod zameˇrˇeny´m cˇloveˇkem, takzˇe tento cˇloveˇk
bude ze za´znamu odstraneˇn.
Nejobt´ızˇneˇjˇs´ı je situace, kdy se cˇloveˇk pohybuje ve stejne´m smeˇru jako robot, ale po-
hybuje se rychleji nezˇ robot. Ve chv´ıli, kdy se dostane do takove´ vzda´lenosti od robota,
zˇe bude zameˇrˇen u zemeˇ, se do modelu prˇipoj´ı sˇikma´ plocha, kterou v mapeˇ zanechal
(plocha klesa´ ve smeˇru ch˚uze). Postupy popsane´ vy´sˇe tady moc nepomohou. Zem prˇes
cˇloveˇka nen´ı videˇt, takzˇe to k odstraneˇn´ı bod˚u nepovede, a protozˇe jsou jednotlive´ body od
sebe vzda´leny prˇiblizˇneˇ stejneˇ jako u nepohyblivy´ch objekt˚u, ani omezen´ı vzda´lenosti prˇi
vytva´rˇen´ı troju´heln´ık˚u k rˇesˇen´ı nevede.
Bylo by mozˇne´ tyto sˇikme´ plochy v modelu detekovat a posle´ze odstranˇovat, to by ale
bylo pomeˇrneˇ obt´ızˇne´ a cˇasoveˇ na´rocˇne´. Jednoduchy´m, i kdyzˇ ne zcela dokonaly´m rˇesˇen´ım
je po urcˇite´m cˇase odstranˇovat body, ktere´ se nepodarˇilo do modelu prˇidat.T´ım dosa´hneme
toho, zˇe v dobeˇ, kdy bude cˇloveˇk zameˇrˇen u zemeˇ, bude uzˇ veˇtsˇina smazana´ a z˚ustane jen
jeho mala´ cˇa´st u zemeˇ. Jak velka´ cˇa´st z˚ustane za´lezˇ´ı na zvolene´m cˇase po ktere´m se budou
body odstranˇovat a take´ na rychlosti s jakou se cˇloveˇk od robota vzdaluje.
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Kapitola 5
Implementace a testova´n´ı
V prvn´ı cˇa´sti te´to kapitoly je popsa´na implementace algoritmu navrzˇene´ho v kapitole 2,
vy´znamne´ cˇa´sti algoritmu jsou podrobneˇji rozebra´ny v katptola´ch 3.2 a 4.2. V druhe´ cˇa´sti
kapitoly jsou popsa´ny vy´sledky test˚u a u neu´speˇsˇny´ch test˚u je poskytnuto vysveˇtlen´ı, kde
nastal proble´m.
5.1 Implementace
Rˇesˇen´ı vycha´z´ı z existuj´ıc´ı aplikace Sensorpad - obr. 5.1. Tato aplikace slouzˇ´ı k prˇipojen´ı
senzor˚u, zobrazen´ı stavu senzor˚u a distribuci nameˇrˇeny´ch dat prˇes protokol TCP/IP. Apli-
kace da´le umozˇnˇuje ukla´da´n´ı za´znamu˚ j´ızd robota a jejich prˇehra´va´n´ı. Do aplikace byla
prˇida´na funkce tvorby 3D mapy z meˇrˇen´ı laserove´ho da´lkomeˇru.
5.1.1 Pouzˇite´ knihovny
Aplikace je napsa´na v jazyce C++ s vyuzˇit´ım multiplatformn´ıho frameworku Qt. Je to
jedna z nejpopula´rneˇjˇs´ıch knihoven pro tvorbu graficke´ho uzˇivatelske´ho rozhran´ı. Ve sve´
pra´ci z te´to knihovny vyuzˇ´ıva´m syste´m signa´l˚u a slot˚u pro z´ıska´va´n´ı vstupn´ıch dat.
Point Cloud Library (PCL) je knihovna pro zpracova´n´ı mracˇna bod˚u. Obsahuje r˚uzne´
algoritmy pro rekonstrukci povrchu, rozpozna´va´n´ı objekt˚u, vizualizaci a dalˇs´ı. Ja´ z te´to
knihovny vyuzˇ´ıva´m datovou strukturu KD-strom pro vyhleda´va´n´ı nejblizˇsˇ´ıch bod˚u v pro-
storu. Pro pra´ci s vektory a maticemi vyuzˇ´ıva´m knihovnu Eigen.
Ke zobrazen´ı vy´sledne´ mapy vyuzˇ´ıva´m OpenGL. OpenGL je aplikacˇn´ı rozhran´ı pro
pra´ci s pocˇ´ıtacˇovou grafikou. Obraz skla´da´ z graficky´ch primitiv (bod, u´secˇka, polygon,
. . . ), k rˇesˇen´ı viditelnosti pouzˇ´ıva´ z-buffer. Pro zjednodusˇen´ı pra´ce s OpenGL jsem pouzˇil
knihovnu Mobile Robot Programming Toolkit (MRPT). Tato knihovna je urcˇena´ pro vyuzˇit´ı
v mobiln´ı robotice. Obsahuje r˚uzne´ algoritmy pro lokalizaci, pocˇ´ıtacˇove´ videˇn´ı a dalˇs´ı
veˇci vyuzˇ´ıvane´ v robotice. Umozˇnˇuje take´ pracovat objektovy´m zp˚usobem s neobjektovy´m
OpenGL.
5.1.2 Objektovy´ na´vrh
Rˇesˇen´ı obsahuje cˇtyrˇi trˇ´ıdy: Lidar3DMap, Point, Line a Triangle. Ja´drem rˇesˇen´ı je
trˇ´ıda Lidar3DMap. Tato trˇ´ıda dosta´va´ u´daje o pozici robota a meˇrˇen´ıch da´lokomeˇru a ob-
stara´va´ celou tvorbu modelu. Obsahuje sloty position() a lidarFeatures() pro prˇ´ıjem
dat ze senzor˚u. Ve funkci position() se pouze ulozˇ´ı prˇijata´ pozice robota. Ve funkci
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lidarFeatures() se hodoty nameˇrˇene´ lidarem transformuj´ı do sourˇadne´ho syste´mu mapy
podle popisu v kapitole 2.3. Pote´ se nad body vytvorˇ´ı KD-strom a zavola´ se funkce triangulate(),
ktera´ do modelu prˇida´ nove´ troju´heln´ıky. Nakonec se vola´ funkce show(), ktera´ provede
zobrazen´ı modelu.
Obra´zek 5.1: Program Sensorpad.
Trˇ´ıdy Point, Line a Triangle zajiˇst’uj´ı snadny´ prˇ´ıstup k prvk˚um modelu, ktere´ spolu
maj´ı neˇco spolecˇne´ho. Objekt Triangle obsahuje ukazatele na body (Point), ktere´ tvorˇ´ı
jeho vrcholy a objekt Point obsahuje seznam ukazatel˚u na troju´heln´ıky ve ktery´ch se vysky-
tuje. Troju´heln´ık kromeˇ bod˚u obsahuje take´ sourˇadnice strˇedu, norma´lovy´ vektor a plochu.
Tyto u´daje se vyuzˇ´ıvaj´ı prˇi zjednodusˇen´ı modelu. Podobneˇ jako u troju´heln´ıku je to u ob-
jektu Line, ktery´ v modelu prˇedstavuje stranu troju´heln´ıku. Obsahuje ukazatele na krajn´ı
body a naopak bod obsahuje seznam ukazatel˚u na u´secˇky ve ktery´ch je krajn´ım bodem.
Objekt Line ma´ atribut border, ktery´ urcˇuje, zda lezˇ´ı na okraji modelu. Na okraji modelu
lezˇi u´secˇky, ktere´ se vyskytuj´ı pouze v jednom troju´heln´ıku.
5.2 Testova´n´ı
Testova´n´ı bylo provedeno na za´znamech j´ızd robota ze souteˇzˇe Robotour konane´ v za´rˇi
2011 ve Vı´dni. V pr˚ubeˇhu testova´n´ı byly odhaleny dva proble´my, ktere´ znemozˇnˇuj´ı prakticke´
vyuzˇit´ı postupu uvedene´ho v te´to pra´ci. Prvn´ım proble´mem je sˇpatna´ kvalita vy´sledne´ho
modelu - obr. 5.2. To je zp˚usobeno t´ım, zˇe jsou vytvorˇeny i troju´heln´ıky, ktere´ jsou tvorˇeny
pouze body z jednoho skenu. Takove´ troju´heln´ıky jsou hodneˇ sˇiroke´ a n´ızke´ - obr. 5.3. Prˇi
tvorbeˇ troju´heln´ıku testujeme, zda uprostrˇed kruzˇnice opsane´ vytva´rˇene´mu troju´heln´ıku
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nelezˇ´ı neˇjaky´ bod. Pokud je takovy´ bod nalezen, troju´heln´ık do modelu neprˇida´me. Protozˇe
v dobeˇ vytva´rˇen´ı troju´heln´ıku nezna´me body z dalˇs´ıch meˇrˇen´ı, podarˇ´ı se takovy´ troju´heln´ık
vytvorˇit. Po prˇida´n´ı bod˚u z dalˇs´ıch pozorova´n´ı jizˇ k tomuto troju´heln´ıku nen´ı mozˇne´ prˇidat
dalˇs´ı troju´heln´ıky, vzˇdy je nalezen bod, ktery´ lezˇ´ı uvnitrˇ opsane´ kruzˇnice. V extre´mn´ım
prˇ´ıpadeˇ je mozˇne´, zˇe by se takove´to troju´heln´ıky vytvorˇily v cele´ cˇa´sti modelu, kde prˇiby´vaj´ı
nove´ body. Pak by se uzˇ do modelu nemusel prˇidat zˇa´dny´ novy´ troju´heln´ık.
Obra´zek 5.2: Kvalita vy´sledne´ho modelu.
Druhy´m proble´mem je n´ızka´ rychlost zpracova´n´ı. To souvis´ı s prˇedchoz´ım proble´mem.
V modelu se objevuje hodneˇ deˇr. Strany troju´heln´ık˚u na okraji d´ıry maj´ı nastaven atribut
border indikuj´ıc´ı, zˇe lezˇ´ı na okraji modelu. K takto oznacˇeny´m hrana´m se opakovane´ hleda´
novy´ troju´heln´ık, ten ale u deˇr nen´ı nikdy nalezen protozˇe v te´to oblasti neprˇiby´vaj´ı nove´
body. Dalˇs´ım faktorem, ktery´ ovlivnˇuje rychlost je nastaven´ı konstanty MAX LINE LENGTH.
Ta urcˇuje vzda´lenost ve ktere´ se hledaj´ı nejblizˇsˇ´ı body prˇi triangulaci. Pocˇet nalezeny´ch
bod˚u roste se cˇtvercem maxima´ln´ı vzda´lenosti, proto zvy´sˇen´ı hodnoty vede ke zpomalen´ı
vy´pocˇtu.
Nastaven´ı konstanty MAX LINE LENGTH ma´ vliv i na kvalitu modelu. Prˇi nastaven´ı male´
vzda´lenosti se nevytva´rˇ´ı tolik u´zky´ch troju´heln´ık˚u, ktere´ bra´n´ı v dalˇs´ı tvorbeˇ modelu, ale
take´ nejsou do modelu prˇipojeny body, ktere´ by prˇi veˇtsˇ´ı vzda´lenosti byly prˇipojeny. Naopak
prˇi nastaven´ı velke´ vzda´lenosti jsou prˇi triangulaci nalezeny i vzda´leneˇjˇs´ı body, ale soucˇasneˇ
roste pocˇet n´ızky´ch troju´heln´ık˚u a deˇr. Srovna´n´ı pro r˚uzna´ nastaven´ı mu˚zˇete videˇt na
obra´zku 5.4.
Na obra´zku 5.5 jsou videˇt body (cˇervene´), ktere´ v mapeˇ zanechal cˇloveˇk pohybuj´ıc´ı se
spolu s robotem. Tyto body nebyly prˇida´ny do s´ıteˇ troju´heln´ık˚u.
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Obra´zek 5.3: Nı´zke´ troju´heln´ıky, ktery´ vznikl prˇed prˇida´n´ım dalˇs´ıch bod˚u do modelu.
Obra´zek 5.4: Vliv vzda´lenosti ve ktere´ jsou vyhleda´va´ny body prˇi triangulaci (konstanta
MAX LINE LENGTH). Zleva 0,2 m; 0,3 m; 0,4 m.
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Obra´zek 5.5: Odstraneˇn´ı pohyblivy´ch objekt˚u.
31
Za´veˇr
C´ılem pra´ce byl na´vrh metody budova´n´ı 3D map z´ıskany´ch z j´ızd robota v rea´lne´m
prostrˇed´ı. Pro vytvorˇen´ı mapy byl vyuzˇit mobiln´ı robot s laserovy´m da´lkomeˇrem. V nale-
zeny´ch prac´ıch, ktere´ se zaby´vaj´ı tvorbou 3D modelu v rea´lne´m cˇase ze senzor˚u umı´steˇny´ch
na mobiln´ım robotovi, je vy´stupem mracˇno bod˚u. Proto jsem se rozhodl netvorˇit model
jako mracˇno bod˚u, ale jako s´ıt’ troju´heln´ık˚u. Po nastudova´n´ı existuj´ıc´ıch algoritmu˚ jsem
v bakala´rˇske´ pra´ci pouzˇil algoritmus
”
Dalaunayho triangulace“ pro tvrorbu troju´heln´ık˚u a
”
Vertex deicmation“ pro zjednodusˇen´ı modelu.
Delaunayho triangulace spocˇ´ıva´ v tvorbeˇ takovy´ch troju´heln´ık˚u, zˇe kdyzˇ kazˇde´mu troj-
u´heln´ıku op´ıˇseme kruzˇnici, nebude uvnitrˇ te´to kruzˇnice lezˇet zˇa´dny´ bod. Vertex decimation
testuje body, zda mohou by´t z modelu odebra´ny. Troju´heln´ıky lezˇ´ıc´ı okolo zkoumane´ho
bodu jsou prolozˇeny rovinou. Pokud vzda´lenost bodu od te´to roviny je mensˇ´ı nezˇ dana´
mez, je bod odebra´n. Sn´ızˇen´ım pocˇtu bod˚u v modelu se zrychl´ı prohleda´va´n´ı modelu a t´ım
se take´ zrychl´ı vy´pocˇet triangulace. Take´ se t´ım sn´ızˇ´ı pameˇt’ove´ na´roky modelu.
Tvorba 3D mapy byla prˇida´na do sta´vaj´ıc´ıho programu Sensorpad. Mapa se tvorˇ´ı po-
stupneˇ v pr˚ubeˇu cele´ j´ızdy robota. Prˇi z´ıska´n´ı novy´ch bod˚u z da´lkomeˇru jsou tyto body
prˇipojeny k jizˇ existuj´ıc´ımu modelu. Program je napsa´n v jazyce C++ s vyuzˇit´ım knihovny
Qt. Knihovnu Eigen vyuzˇ´ıva´m pro pra´ci s vektory a maticemi a knihovnu PCL pro pra´ci
s KD-stromem. Vy´sledny´ model zobrazuji pomoc´ı OpenGL.
Prˇi testova´n´ı se objevily dva proble´my, kv˚uli ktery´m nen´ı postup uvedeny´ v te´to pra´ci
v praxi pouzˇitelny´. Cˇasto docha´z´ı k vytvorˇen´ı troju´heln´ıku, ktery´ je n´ızky´ a sˇiroky´. Takovy´
troju´heln´ık mu˚zˇe vzniknout proto, zˇe v dobeˇ tvorby troju´heln´ıku jesˇteˇ v modelu nema´me
body z dalˇs´ıch meˇrˇen´ı. Kdybychom je meˇli, takovy´ troju´heln´ık by vzniknout nemohl. Kdyzˇ
v modelu vznikne takovy´to dlouhy´ a n´ızky´ troju´heln´ık, nemu˚zˇe k neˇmu by´t prˇipojen dalˇs´ı
bod a v modelu vznika´ d´ıra.
Dı´ry jednak snizˇuj´ı kvalitu modelu, ale take´ zp˚usobuj´ı zpomalen´ı dalˇs´ı tvorby modelu.
U´secˇky, ktere´ tvorˇ´ı d´ıru jsou bra´ny jako okraj modelu a je k n´ım opakovaneˇ hleda´n bod,
ktery´ by s u´secˇkou mohl vytvorˇit troju´heln´ık. Takovy´ bod ale nen´ı nalezen a jen to zdrzˇuje.
Uka´zalo se, zˇe navrzˇeny´ postup nen´ı v praxi pouzˇitelny´ pro tvorbu 3D mapy v rea´lne´m
cˇase. Prˇi tvorbeˇ mapy v rea´lne´m cˇase by bylo potrˇeba aktualizovat jizˇ vytvorˇene´ troju´heln´ıky,
to by ale mohlo by´t velmi na´rocˇne´. Jako nejlepsˇ´ı rˇesˇen´ı mi prˇipada´, v rea´lne´m cˇase tvorˇit
pouze mracˇno bod˚u a s´ıt’ troju´heln´ık˚u vytvorˇit azˇ po skoncˇen´ı j´ızdy.
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Prˇ´ıloha A
Obsah prˇilozˇene´ho CD
• bin - adresa´rˇ obsahuj´ıc´ı spustitelny´ program
• src - adresa´rˇ obsahuj´ıc´ı zdrojove´ ko´dy programu
• test - adresa´rˇ obsahuj´ıc´ı testovac´ı za´znam
• tex - adresa´zˇ obsahuj´ıc´ı zdrojovy´ text technicke´ zpra´vy v latexu
• Vlastn´ı rˇesˇen´ı - adresa´rˇ obsahuj´ıc´ı soubory, ktere´ jsem vytvorˇil ja´ (kopie soubor˚u z
adresa´rˇe src)
• ibp.pdf - technicka´ zpra´va
• readme.txt - na´vod ke spusˇteˇn´ı programu
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