The automatic detection of engineering drawing modifications made by other designers is central to improving CAD/CAPP working efficiency levels. Engineering drawings include numerous entities, but only a few entities are modified. It is difficult for designers to identify modified entities in a complex drawing. This paper presents a novel means of detecting entities in engineering drawings created by other designers that employs semi-fragile watermark technologies. Modifications will change embedded watermarks. Consequently, detection is realized by analyzing changes. The approach was implemented, and the experimental results demonstrate that the method is reliable and can accurately detect entities that have been modified, deleted and added.
Introduction
With the rapid development of manufacturing and Internet technologies, the fields of globally distributed design, analysis, natural resource-based manufacturing, and human resources have become increasingly competitive around the world [26] . Meanwhile, roughly 3 million people in 90 countries worldwide use Auto-CAD software to create various types of drawings and a large number of computer drawings [25] . Studies show that roughly 70-80% of the total cost of a product is determined at the design stage, and product design has increasingly emerged as the soul of the manufacturing industry [8, 10, 21] . Apart from such costs, a foreign-based survey showed that engineering designers spend roughly 30% of their working time checking drawings [4] . All of the above findings show that several problems impede the improvement of CAD/CAPP design efficiency levels. A first problem relates to the fact that product design constitutes a long and complicated process that involves revisions and checks, and in turn designs must typically be revised and improved [5, 14] . Second, engineering design methods employed in mechanical industries are inherently multi-step, complex processes, whereby designers from various fields always cooperate based on integrated system planning and management tools [3, 7] . Thus, differences in terms of professional background and engineering knowledge CONTACT Yong-Fu Chen chenyf@hust.edu.cn and a lack of software tools that facilitate communication constitute another issue. Third, differences between two drawings are too minor to identify. All of these issues render modification detection and quick version checks a key issue during the drawing communication and design approval stages of integrated design process management [2] . A number of related studies have already been conducted. Non-blind engineering drawing comparisons based on original drawings have been a widely employed to examine this issue. Tan and Chen [20] presented a means of identifying drawing entities using an ObjectARX platform and compared original drawings with modified ones based on single entity comparisons and two-way search technologies. Furthermore, Liu et al. [9] improved on this method by pre-processing complex entities and by introducing a divide-and-conquer comparison strategy that helps achieve higher levels of comparison accuracy. However, both of these methods are inefficient. In addition, original drawings are needed for comparisons. Using a large number of drawings makes it difficult to manage drawings for comparison purposes. In turn, the non-blind method is not widely used. Therefore, it is our intention in this work to propose a semi-fragile watermarking scheme for quickly detecting and locating modifications in revised drawings without the use of original drawings.
The reminder of this paper is organized as follows. Related work is presented in Section 2. In Section 3 explains the principle of tampering detection and localization. In Section 4, the detection process are described. The analyses of experimental results and performance are conducted in Section 5. Finally, Section 6 concludes the work.
Related work
Watermark technologies [18] have been applied to image, video, audio and mesh tools since they were first developed [11, 17, 23, 24] . It is widely used for data hiding, copyright protection and integrity verification. Apart from that, watermark has also been applied into tampering detection and localization. Several studies have been conducted on watermarking tampering detection for image [13, 15, 16] . Meanwhile many watermarking schemes are also proposed for watermark tampering detection on 2D vector graphics.
Wang and Men proposed reversible watermark scheme for 2D vector map [22] . The scheme involves calculating watermarks for each spatial feature group and embedding watermarks in a reversible manner to mark the original location of each feature using interpolated vertices. While the mark of each feature ensures more accurate tamper localization results, the reversible data-hiding method can be used to accurately recover original content. However, the method can only be used to detect groups that have changed. Zheng and You [29] have also studied watermark for vector map. They proposed a fragile watermark algorithm for vector map based on that the vector map was divided into a series of blocks, and watermark was embedded into these blocks. Although it can verify the integrity of the watermarked vector map and detect modification and label them with rectangles, the detection precision still needs to be improved. After that, they proposed another scheme [28] . The linear entities of vector graphics were divided into different groups and watermark was embedded into these groups. The linear entities groups which are not modified and the original data are accurately recovered. As for the linear entities groups where modification happened, the algorithm can accurately detect them and label them with the dashed line. However, the scheme can still locate the modification to certain group. Zhang and Gao [27] presented a different approach whereby drawing vertices are grouped, an 8 × 8 transformation matrix is constructed via DCT (Discrete Cosine Transform), and then watermark information is embedded within the middle frequency region of the DCT coefficients. This approach generates an authentication watermark based on DCT relationships. However, this method, which is not especially accurate, can only be used to detect regions. Also, some researches on watermarking are focused on 2D CAD drawings. Peng et al. [12] proposed a different approach based on logarithmic coordinate transformation whereby vertices that carry a watermark are mapped to a log-polar coordinate system. The watermark is then embedded into the mantissa of the real-valued log-polar coordinates via bit substitution. However, this method is less accurate, as it can only detect changed groups and not single entities. Guo and Peng [6] proposed an embedding watermark approach based on the improved odd-even quantization method. The entity set is first acquired from 2D engineering drawings that are arranged in groups, and then the watermark is embedded into each group via odd even quantization. This method is robust against some incidental operations (e.g., rotation, translation, and scaling), and it is sensitive to malicious attacks. However, entity grouping is required, and the method is not particularly accurate.
Drawing modification detection principles

Preliminary knowledge
Watermark unit The watermark unit is the smallest unit of watermark information and is denoted by W i . In this paper, a watermark unit is a character embedded into an engineering drawing.
Virtual line
The virtual line is created by joining virtual points of two adjacent entities. However, as the virtual line does not exist in reality, it is merely introduced for algorithm realization purposes.
Virtual length This is the length of a virtual line.
Splitting ratio k The virtual point divides an entity into two parts, and the length ratio of the two parts is k, denoting that the virtual point is calculated using the splitting ratio k. Fig. 3 shows how it is used to obtain a virtual point from a line, arc and circle.
Scheme overview
The semi-fragile watermark scheme proposed in this paper is based on ratio information between geometric entities in engineering drawings. The overall procedure of the proposed approach involves the following steps (see Fig. 1 
Embedding algorithm based on virtual points
In engineering drawings, the coordinates of vertices are presented using the IEEE-754 double-precision format [1] , which is presented in Fig. 2 the watermark carrier for the floating-point number, which not only meets accuracy demands but also capacity requirements.
Engineering drawings are mainly composed of lines, arcs and circles. This paper focuses on these three entities. Other entities can be processed in a similar way. Virtual point calculation for lines, arcs and circles is shown as follows:
1. Virtual points for lines For the line AB shown in Fig. 3(a) AV VB = k, and based on this, the coordinate of point V is:
Virtual points for arcs 
Virtual points for circles A circle is presented in Fig. 3 (c), wherein the center is O(x o , y o ) and the radius is R. Suppose that the intersection between the circle and horizontal line is the start point A(x a , y a ) and that the end point B(
is the virtual point of the circle, and the angle between line VO and horizontal line is σ .
AV VOB
= k, The coordinate of point V is calculated using :
Each watermark unit is embedded into the ratio of every two adjacent entities. We take the line-line pair as an example to illustrate the embedding process. First, determine the start and end points of the lines, and then input the user splitting ratio k(0 < k < 1). Here, points A and C are the start points of lines AB and CD, respectively, and points B and D are their end points, respectively. Fig. 4 shows that virtual points V p1 and V p2 are calculated using k. p and q denote the lengths of line AB and V p1 V p2 , respectively. Assume that the end points of the lines are
and that the coordinates of the virtual point V p1 can be obtained using the formula presented below: V p2 can be determined using the same method. The watermark unit w i is embedded into the ratio of AB and
r is expressed using a double-precision floating-point format. The embedding algorithm is shown below, and EMB is the embed function.
r w represents the ratio after the watermark has been embedded. C(w j ) is the code value of w i , which is discussed at length in Section 3.3. After coding has been conducted, only five bits are required. pos is the embed position. An appropriate embed position helps control embed error levels and will be discussed later. The EMB is shown in Fig. 5 . After w i is embedded, r is changed to r w , and the virtual length V p1 V p2 can be calculated as formulated in Eqn. (3.4) .
r and r w represent the ratio before and after the watermark unit is embedded, respectively. To adjust to changes in r, the algorithm moves the second entity along the vector
After the translation has been completed, the watermark unit is embedded, and the positioning of lines AB and CD change somewhat while their lengths remain invariable. Unless line AB rotates around point V p1 , any other operations will change the ratio r. After the embed algorithm is introduced, the embedding position and error control values are determined as follows. According to IEEE-754, the structure of N is presented below: 
Apply these to Eqn. (3.8)
After creating the transformation, we get: 
q < 2 e q +pos−50 (3.12)
Where pos represents the embedding position. It can be concluded from Eqn. (3.12) that pos and e q affect the embedding error level. When q is large, this means that e q is large, and so pos must be as small as possible for the sake of reducing embed error level. However, when q is small, if pos is too small, the watermark unit will be lost due to computer calculation accuracy levels. In turn, the embedding position must be dynamically changed based on e q . Based on errors and calculation accuracy levels, we let the embedding position be pos = δ − e q , δ = 25. Here, δ = 25 is obtained from experimental data that are discussed in Section 5.3. When δ = 25 and e q is different according to entity length, pos becomes a dynamic value.
According to this rule, there are nine line, arc and circle combinations. The other eight types are processed using a similar method as that used for the line-line type. More details are shown in Tab. 1. 
Embedding watermark
To adjust to the embed algorithm described above, the watermark information must also meet some requirements. For a given set of watermark information w and for a drawing with n entities, watermark information should meet the following demands:
(1) The length m of the watermark information should be shorter than n. This will allow one to restore watermark information using statistical methods after the new watermark sequence has been extracted from the revised drawing. (2) However, m should not be too small, for this could decrease the detection accuracy level.
(3) Units of watermark information should vary to ensure accuracy and reliability.
Watermark information w may include the names of designers or their personal information (e.g., the name {j, a, c, k}). After expanding this, the watermark sequence is W. Meanwhile, character ' * ' is inserted between two w as a mark to separate them. Finally, a character '#' is added to the end of the sequence, and in turn W = { * , j, a, c, k, * , j, a, c, k . . . #}. The character '#' is used to distinguish between additions and modifications, which are analyzed in Section 4.3. The length of the expended watermark sequence W should be equal to n -1 (here, n denotes the number of entities in engineering drawings).
The ASCII codes of characters ranging from 'a' to 'z' required seven bits of storage space in a computer program. To use less storage space and to reduce error levels resulting from bit replacement tasks, the approach presented here involves redefining the code for the 26 characters. We use the ASCII code of each character, subtract 96 from this value, and in turn obtain the new code. We define the code of the special mark ' * ' as 0 and the code of the end mark '#' are 27. In turn, each watermark unit value ranges from zero to 27, with five bits required.
The watermark sequence W is embedded into the engineering drawing. As discussed in Section 3.1, the embedding process is presented as follows:
(1) Go through the CAD database and obtain the entity sequence E = {e 1 , e 2 . . . e n }. The embedding process traverses from the first entity to the last. 
Extracting watermark
The watermark extraction process is the inverse of the watermark embedding process. To extract the watermark, the private splitting ratio k that was used to embed the watermark unit is needed.
(1) First, obtain the entity sequence E = {e 1 , e 2 . . . e n }. It should be noted that entity additions and deletions may change the total number of entities, and the new number is n . Add 96 to the extracted character code values to obtain the standard ASCII codes. As the drawing may be revised, the extracted new watermark sequence W differs from the original one.
Restoring watermark
After the new watermark sequence W is extracted from the revised drawing, the original watermark information w is restored fromW . According to the algorithm described above, the original watermark unit w i is more prominent than the others in the revised drawing, as the watermark unit extracted from the revised entities is a random character, while the watermark unit extracted from the unrevised drawing has not been changed. Therefore, occurrence times are used to determine the original watermark unit. The steps for restoring watermark information are as follows: After steps (8) ∼ (9) have been completed, the original watermark information w is restored. This can be used for further modification detection.
Detection realization
Modification detection
Among various types of revisions used for design purposes, the most common operations used for entities are modifications. This section describes entity modifications as an example, assuming that the pair of entities is {e i , e i+1 } and that both are lines. Entity modifications can be divided into three categories: are not the same point, and so V p1 V p2 = V p1 V p2 , which means that q is changed, and r is changed too. As a result, the original watermark unit cannot be extracted from the ratio. (2) Rotation is similar to translation. The ratio r is changed along with the entity rotation. Only when the entity rotates round the virtual point V p2 will the ratio r maintain invariable. However, the virtual point V p2 is calculated using the private splitting ratio k defined by the designer. Therefore, this special situation rarely occurs. (3) Assume that the modified entity is e i+1 , i.e., CD.
After the modification, the endpoint coordinates are (x c , y c ) and (x d , y d ). Apply these to Eqn. (3.1) to obtain the virtual point V p2 . Evidently, this will change ratio r, and the original watermark cannot be extracted.
The modified entity e i may produce extracted watermark units of between e i−1 and e i , where e i and e i+1 are not the original ones. The original watermark sequence W is shown in Fig. 6(a) . When e i is modified, a new watermark sequence W is extracted from the entities, as shown in Fig. 6(b) .
The watermark unit extracted from e i−1 and e i is w i−1 , w i , which is extracted from e i and e i+1 . Compared to the embedded watermark information, w i−1 and w i do not belong to the original w. If entities {e i , e i+1 . . . e j } are modified, the related extracted watermark unit {w i , w i+1 . . . w j−1 } does not belong to the original w. Using this feature, modified entities can be detected.
Deletion detection
As is shown in Fig. 6(c) , when entity e i is deleted, e i−1 moves next to e i+1 . Fig. 6(c) shows that a watermark unit is lost and that the extracted watermark unit from e i−1 and e i+1 does not belong to the original watermark information w. Clearly, one watermark unit is lost in the new watermark sequence, and an incorrect watermark unit is extracted accordingly. If several continuous entities are deleted, only one wrong watermark unit is extracted from prior and future entities. We conclude that some entities are deleted when a watermark unit is incorrect and that prior and future units are correct. However, the number of continuous entities that are deleted remains unknown.
The process becomes more complicated when deletion and modification tasks are performed on adjacent entities. For example, when entity e i is modified and e i+1 is deleted, w i−2 == w i−2 , .., w i = w i , w i+1 == w i+1 . The algorithm noted above assumes that the entity e i is modified according to Section 4.1 and that deletions cannot be found. While this differs from the actual situation, the entity e i is still regarded as modified and still has practical significance.
Addition detection
The method for entity additions differs from that for modifications and deletions described above. CAD databases store entities in chronological order. This means that added entities are placed at the end of an entity list. Therefore, entity additions do not affect Figure 6 . New watermark sequence after entity modification, deletion and addition.
previous watermark sequences. If a random watermark sequence appears at the end of an extracted watermark sequence, this means that entities have been added. In Fig. 6(d) , entity e n+1 has been added. An incorrect watermark unit w n will be extracted when the entity e n+1 is added. According to the embedding watermark algorithm shown in Section 3.3, w n−1 must be the end mark '#'. Therefore, entities are added when corresponding watermark units are behind the end mark '#'.
Detection procedure
Based on the conditions described above, the detection procedure is presented. First, a new watermark sequence W is extracted from a revised drawing. Second, original watermark information w is restored from W . Third, a double linked list H is built using the separator '*' and the original watermark information w. A pointer p points to an element of the list H. Finally, a detecting algorithm is used for W' and H. Here, we traverse the new watermark sequence W' and check each watermark unit w i of W with H. Generally speaking, if w i is contained in H, the corresponding two entities remain unrevised. However, to limit chances of misjudgment, the algorithm will check not only w i but also w i−1 orw i+1 . Reasons for this will be discussed at length in Section 5.4. The detecting procedure is outlined in Fig. 7 .
Modified entities are marked in red, deleted entities are marked in blue, and added entities are marked in green. It should be noted that rather than marking deleted entities, we mark prior and future entities.
Detection example
A simple drawing of axis with all entities marked with numbers is presented in Fig. 8(a) . All the entities are numbered according to their storage order. In this example, the watermark information w is {j, a, c, k}, and the watermark sequence W, expanded with w, is { * , j, a, c, k, * , j, a, c, k, * , j, a, c, k, * , j, #}. Fig. 8(c) shows the watermark embedding process. Line 5 and line 6 in Fig. 8(a) are chosen to illustrate the process. First the virtual point and virtual length is obtained. Then the ratio r is presented in double precise form. According to Eqn. (3.12) and δ = e q + c(δ = 25, e q = −3), the embed position is 28. The red part in Fig. 8(c) is replaced by the watermark unit 'k'. As a result, r is changed to r w . To adjust to r w , line 6 is moved from AC to A'C'. The original watermark sequence is embedded into the drawing and is shown in Fig. 8(d) . After that, the drawing is sent to another designer. However, the designer changes the first segment into the cone axis, shown in Fig. 8(b) .
The new watermark sequence is extracted from the revised drawing and is presented in Fig. 8(e) . The extracting process is very similar to the embedding process. First, r is calculated. Then the red part is obtained and watermark unit 'e' is extracted. Other watermark units are extracted in the same way. The new watermark sequence is shown in Fig. 8(f) .
Occurrence times are used to determine the original watermark unit and the process is shown in Fig. 9 . The watermark information is restored according to Section 3.5. We begin with '*' from T [s,0], and end with '*' from T [s,1]. It is easy to get {j, a, c, k} and the original watermark information w is restored. It is obvious to find that 'e', 'm', 'r', shown in Fig. 8(f) , do not belong to {j, a, c, k} and { * , #} . According to the algorithm in Section 4.4, entity 6 and 7 are modified, and marked in red in Fig. 8(b) .
Result and analysis
Experimental results
The proposed method is implemented for a PC with CPU Core i5 1.8 GHz, RAM 4 GB, Win7 Professional, AutoCAD 2007 and ObjectARX 2008 specifications. A mechanical drawing that includes 1,135 entities was used. The drawing shown in Fig. 10(a) is a practical drawing.
Designer 1 embeds watermark information using his private splitting ratio k after completing the drawing. He sends the drawing to designer 2 to evaluate manufacturability levels. Designer 2 revises the drawing according to technical requirements. The revised drawing is then returned to designer 1 for approval. Designer 1 receives the revised drawing and detects modifications made using the proposed approach. First, the program extracts the new watermark sequence and then restores the original watermark information. Then, the program analyzes the new watermark sequence using the original watermark information and highlights the modifications in different colors.
As is shown in Fig. 10(b) , entities in place I are created by designer 2 to increase the diameter of the hole and the radius of the arc. They are judged as modifications by the program, and so they are marked in red. The diameter of the shaft in place II is increased to facilitate its manufacture, and these entities are marked in red as well. In accordance with assembly requirements, the width of the bearing in place III is increased. The program detects this modification and marks it in red. The thread in place IV is not required and is thus deleted, and corresponding prior and future entities are marked in blue by the program. Two holes in place V are required for installation purposes, and so they are added by designer 2. The program detects this as an addition, and marks it in green.
As embedding distortion, detection reliability, and detection accuracy are important properties of semifragile watermarking, we will discuss them in detail in the follow sections.
Discussion of reliability
To evaluate reliability levels, the modification detection rate (MDR) is defined as follows:
Where N is the total number of entities found in engineering drawings and where N D is the number of revised entities that are detected. Experiments were carried out on 50 engineering drawings to examine MDR values when watermarked engineering drawings are rotated or scaled. In the experiments, the watermark information length and separate mark '*' take a value of five, denoted by b = 5. The results are shown in Fig. 11 and Fig. 12 .
MDR is closely related to the pos, where pos denotes the embed position. The detection rate is acceptable after rotation and scaling when pos ≥ 20, while the MDR is unsatisfactory when pos ≤ 20. These two figures only show the dynamic trend of MDR, how to control pos will be discussed in the next section. The scheme can detect not only single operations (e.g., modification, deletion and addition) but also mixed operations. According to the detecting algorithm, if mixed operations are performed on discontinuous entities, we can also detect the positions wherein entities are modified. To verify this, engineering drawings with roughly 500 entities, 2,000 entities and 8,000 entities are used to conduct the experiment. Every drawing is experimented on 50 times. The revision rate (R) is defined as follows: Where N is the total number of entities in engineering drawings and where N R is the number of revised entities. Fig. 13(a) and Fig. 13(b) show the experimental results for three types of revisions. When applied for modification detection purposes, performance levels are acceptable. However, the algorithm is not suitable if most of entities have been revised.
Discussion of distortion
Theoretically speaking, distortion levels should meet design error requirements if the watermark is embedded in the end of the mantissa, but they may also reduce semi-fragility levels when detecting normal revisions, as a floating number is not an accurate number (especially the value of the end of the mantissa). However, embedding watermarks in the beginning of the mantissa may also visibly distort engineering drawings, and so the middle sections of the mantissa serve as a reasonable compromise between false-negative rate and distortion levels. We also use RMS (root mean square) values to evaluate distortion levels. The RMS is formulated in Eqn. (5.3).
l and l denote the virtual length between two entities before and after the watermark is embedded, respectively, and N is the number of entities. Data are then collected via experimentation. The relationship between RMS and the embedding position, given a fixed watermark information length of b, is shown in Fig. 14 . When the embedding position extends beyond 25, the RMS increases rapidly. Thus, pos should be less than 25.
As noted in Section 3.1, the error is controlled by the watermark carrier index and by the embedding position, i.e., δ = e q + pos. It is important to select an appropriate δ to control the error level. According to Eqn. (3.12), δ max < 50 + log 2 q. Different δ values are used to conduct the experiment to select the best δ value with the lowest error level. Every experiment is repeated 10 times for different engineering drawings. The partial results shown in Tab. 2 are optimal. The experiment results show that smaller δ values can be preferable; in fact, the integrity of an extracted watermark cannot be ensured when δ is too small. Based on the error level and the engineering drawings, δ = 25 is used to maintain a balance between the experiments conducted in this study.
In addition, the decimal digits of the splitting ratio k also affect the calculation during watermark embedding. In the experiment, different values of k ranging from one to five decimal digits are used to determine effects on watermark extraction outcomes. The test results for different decimal digits are shown in Tab. 3. When a decimal digit meets design requirements, it is less able to reduce error accumulation levels. The relationship between RMS and decimal digit values is shown in Fig. 15 . The order of magnitude for error values is 10 −8 ; represents variation range in the figure, which means the RMS becomes stable in a range when decimal digit of k increases; and this is more accurate and suitable for use with engineering design drawings than the RMS described in [12] . In taking safety and precision issues into consideration, four decimal digits are recommended when selecting the splitting ratio k value, according to Tab. 3 and Fig. 15 . 
Discussion of accuracy
In fact, a certain issue will affect performance levels. When certain entities are modified, the corresponding watermark unit that is extracted should not be equal to the original one. In this paper, the code of a watermark unit is denoted by five bits, as noted in Section 3.3. When one entity is modified, the corresponding five bits are extracted from the embed position, and the bits are random as a result of modifications. In turn, the probability of extracting the original code is P error = 1/2 5 , and the related accuracy level is P accuracy = 1 − P error = 96.875%. For example, the sequence between entities e i and e i+5 is {w i , w i+1 , w i+2 , w i+3 , w i+4 }. When e i+3 is modified, the watermark units w i+2 and w i+3 are changed according to the scheme. In actually, the original watermark unit w i+2 can be extracted instead of the incorrect watermark unit w i+2 '. In turn, the sequence is {w i , w i+1 , w i+2 , w i+3 , w i+4 }. This is not consistent with the theoretical results, which will lead to inaccurate judgments and which will seriously lower detection accuracy levels. Probability levels, which result in randomness due to revisions, are assumed to be P error . To reduce probability levels, we check not only the watermark units but also prior and future watermark units. As a result, P error = (1/2 5 ) 2 and P accuracy = 1 − P error = 99.90234375%. Given 50 different 2D CAD engineering graphics, after semi-fragile watermarks have been embedded into them, various malicious operations such as modifications, additions, deletions and mixed operations are carried out to create 50 tampered 2D CAD engineering graphics. The proposed method is used for tampering detection. We assume that the number of malicious operations in a tampered graphic is N T and the number of detected malicious operations isN D . The detection accuracy is N D /N T . 100 tests were conducted and results are presented in Tab. 4.
Performance comparison between the
proposed method and the method in [12] Some comparative experiments have been carried out and we analyze on the result produced with our method and the method in paper [12] . The embedding distortions of the two methods is compared by conducting experiments on 50 2D CAD graphics, and the average results are presented in Tab. 5. From the results in Tab. 5 , we find that the proposed method causes less distortion than that of the method in [12] .
Apart from the embedding distortion, our method can detect and locate modifications to single entity. The precision is higher than the methods in [6, 12, 22, [27] [28] [29] for they can only detect and locate the modifications to certain groups or regions. Based on this feature, our method is more practical in collaborative design.
Conclusions
In this paper, we propose a ratio-based semi-fragile watermark scheme for modifications detection. Compared with past approaches of watermarking, our method has the following advantages. First, the method can accurately locate the modification to one single entity while the past approaches can only locate the modification to certain group. It is more appropriate for checking drawing modifications in collaborative design. Second, ratios of virtual lines are used as watermark carrier, making it tolerant to common incidental operations such as rotation, translation and scaling, but sensitive to modifications. In addition, the splitting ratio k keep watermark information safe and can be used for drawing authentication.
In our future work, we intend to explore cases with irregular entities such as splines (e.g., B splines), Bézier curves. As vector drawings have the same data structures as CAD drawings, more applications for other vector drawings (e.g., vector maps) will be examined in longterm studies.
