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Abstract:   Despite  the  code  is  rarely  self-explanatory,  the  imperative 
programming languages are the most commonly used in our 
days  by  the  programmers  all  over  the  world  and  Java  is 
definitely the lead language in popularity. This paper tries to 
conclude if there are any chances to use the most popular 
programming  language  of  the  moment  in  a  declarative 
manner,  even  if  Java  itself  is  an  intrinsic  imperative 
language. 
Keywords: Java, declarative programming, imperative programming. 
JEL:  O33, O38. 
 
 
 
 Page 3  Oeconomics of Knowledge, Volume 6, Issue 1, Spring 2014 
 
Introduction 
According to the Kowalski’s definition (please take a look to [1] for 
details), any algorithm  is  a  combination  of  logic  and  control. The 
logic part tells the machine  what should be solved while the  control 
component is describing how this goal can be reached. This is why we 
can reformulate the statement above as algorithm = what + how. 
Imperative  languages  are  mainly  focused  on  the  control  part  by 
issuing sets of instructions in predefined order, while the declarative ones 
are almost completely concerned about the problem logic. 
By  using  an  imperative  language  (like  Java),  a  program’s  source 
code  will  only  describe  the  solution  (how  to  reach  the  goal)  while  a 
declarative language will merely define the problem without focusing on 
the  way  in  which  the  execution  environment  will  solve  it.  For  the 
imperative languages, the strategy is even missing at all or, in the best 
case, it is described under the comments. Declarative programming, on 
the other hand, is focused on what the program should compute, while 
the control  part  is  left to the compiler/interpreter  used to execute the 
code. 
While Java is an intrinsic imperative language, the latest advances 
added interesting features intended to make the code lighter and cleaner 
by using declarative constructions, like the ones detailed below. 
 
The Assignment 
Let’s presume we have a collection of strings and we want to create 
a list containing the same elements. As a parenthesis, lists in Java are 
ordered  collections  that  may  contain  duplicates.  Lists  are  allowing 
positional access and search.  
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Collection<String> myCollection = = new HashSet<String>(); 
myCollection.add("Hello"); 
myCollection.add("World"); 
List<String> myList = null; 
 
Imperative Style: 
for (int i = 0; i < myCollection.size(); i++) { 
  myList.add(myCollection.toArray()[i].toString()); 
 
Declarative Style: 
for (String element : myCollection)  
  myList.add(element); 
 
or even better: 
List<String> myList = new ArrayList<String>(myCollection); 
 
 
Removing the content 
Now, since the list has all the elements in place, we would like to 
make it empty.  
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Imperative Style: 
for (int i = 0; i < myList.size(); i++) 
  myList.remove(i); 
 
Declarative Style: 
myList.clear(); 
 
 
Traversing the list 
Let’s say we want to display all the not-empty list elements, we can 
do  this  imperatively,  by  traversing  the  entire  list  and  checking  the 
elements, one by one. 
 
Imperative Style: 
for (int i = 0; i < myList.size(); i++) 
  if (!myList.get(i).isEmpty()) 
         System.out.println(myList.get(i)); 
 
Declarative Style: 
myList.stream() 
  .filter(e -> e.getSize() > 0) 
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or by collecting: 
String listContent = myList.stream() 
  .filter(e -> e.getSize() > 0) 
      .map(Object::toString) 
      .collect(Collectors.joining(", ")); 
 
 
Traversing the list in PARALLEL 
Let’s  assume  the  processor  has  multiple  cores  so  we  can  assume 
some degree of parallelism for our list traversing operation. 
 
Imperative Style: 
public class MyRunnable implements Runnable { 
  private final List<String> myList; 
  private final long listFrom; 
  private final long listTo; 
 
    MyRunnable(List<String> myList, long listFrom, long listTo) { 
        this.myList = myList; 
    this.listFrom = listFrom; 
        this.listTo = listTo; 
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  @Override 
  public void run() { 
  for (long i = listFrom; i <= listTo; i++)  
        if (i < myList.size() && !myList.get(i).isEmpty()) 
           System.out.println(myList.get(i)); 
  } 
} 
public class Main { 
  public static void main(String[] args) { 
    List<Thread> threads = new ArrayList<Thread>(); 
    // divide the list in chunks of 100 elements 
    for (int i = 0; i < myList.size(); i = i + 100) { 
      Runnable task = new MyRunnable(myList, i, i + 100); 
          Thread worker = new Thread(task); 
          worker.setName(String.valueOf(i)); 
          worker.start(); 
          threads.add(worker); 
    } 
 
    int running = 0; 
    do { 
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           for (Thread thread : threads)  
             if (thread.isAlive())  
                    running++; 
    } while (running > 0); 
  } 
} 
 
Declarative Style: 
myList. parallelStream() 
  .filter(e -> e.getSize() > 0) 
  .forEach(e -> System.out.println(e)); 
 
 
Conclusions 
Declarative programming, even if used with an imperative language, 
provides  some  major  benefits  related  to  the  code  readability  and 
flexibility. All the heavy operations are left to the computer, while the 
programmer will only describe the way in which the problem should be 
solved,  so  he/she  will  not  be  interested  anymore  by  the  details  about 
how the compiler will actually traverse a list, for example.  
By  abstracting  the  control  over  the  behavior  of  the  software,  the 
programmer’s efforts will be mainly focused on the logic part, just like 
the declarative programming does, even if an imperative programming 
language  is  used,  so  the  code  will  be  much  easier  to  understand  and 
maintain and the application will become more flexible. Page 9  Oeconomics of Knowledge, Volume 6, Issue 1, Spring 2014 
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