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 Magistro darbe nagrinjamas vieno svarbiausi OMG konsorciumo modeliais pagrstos 
architektros (MDA) element – modeli transformacij realizavimo problemos. 
 Remiantis OMG specifikacij ir literatros šaltiniais, autorius analizuoja transformacijos 
modeli proces, nustato modeliavimo ir metamodeliavimo reikšm  UML panaši modeliavimo 
kalb krimui bei modeli transformacij realizavimui. 
 Darbe pateikiami sukurt eksperimentini modeliavimo kalb metamodeliai: „Esyb – 
procesas“, Java metamodelis bei reliacinis metamodelis. Supažindinama su modeliavimo kalb 
grafine reprezentacija modeli redaktoriuose, sukurtuose EMF programavimo aplinkos 
priemonmis. 
 Analizs rezultat pagrindu, aprašoma suprojektuota lanksti modeli transformacij 
realizavimo architektra pagrsta filtr architektriniu šablonu, kuri leidžia lengvai dekomponuoti 
transformavimo proces  atskiras aiškiai apibržtas stadijas. 
 Pasirinktos filtr architektros pagrindu, realizuojamos eksperimentins transformacijos 
iš „Esyb – procesas“ modeli  Java ir reliacin modelius. Pristatomi kokybiniai ir kiekybiniai 
eksperimentini transformacij rezultatai. 
 
SUMMARY 
 Presented work covers one of the most important areas of OMG’s model driven 
architecture (MDA) – problems of object model transformations. 
 Based on research of OMG specifications and other sources, author analyzes 
transformation process, states importance of modeling and metamodeling for designing of UML 
like modeling languages. 
 Research work describes designed metamodels of experimental modeling languages: 
“Entity – process”, Java metamodel and relational metamodel. Author gives a short overview of 
model editors for these languages, created using EMF framework tools. 
 Based on analysis, author describes very flexible architecture of model transformation 
implementation, based on filter and pipes architectural pattern. Usage of this architecture gives 
flexibility to transformation implementation and allows easy and straightforward decomposition 
of transformation to separate stages. 
 Designed filter and pipes transformation architecture was used for experimental 
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 Paskutinio dešimtmeio informacini technologij (IT) vystimasis pasižymjo didžiuliais 
pasikeitimais. Mro dsnis (Moore‘s Law) vis dar tinka aparatins rangos pramonei ir nuolat 
pasireišk eksponentiniu procesori, atmintini ir duomen saugykl našumo didjimu. Taip pat 
ir programins rangos vystimasis pasižymi didžiule kaita. Buvo pastebta, kad skirtingi 
programins rangos abstraktumo lygiai pasižymi nevienoda kaitos sparta. Kaip taisykl: kuo 
didesnis abstraktumo lygis – tuo mažesnis pasikeitim tempas. Programavimo lygyje, atsiranda 
naujos programavimo kalbos, o jau egzistuojanios (pvz. Java arba C#) vystomos toliau. Jau 
daugel met programos skaidomos  skirtingo dydžio komponentes ir t komponeni 
realizavimo metodai ženkliai keitsi bgant laikui, EJB (Enterprise Java Beans) standartas taip 
pat ir Microsoft kompanijos .NET platforma gali bti paminti kaip pavyzdžiai. Kitaip negu 
realizavimo metodai, programins rangos struktrizavimas ir modeliavimas tapo pastovesnis, 
ypa kai atsirado standartizuotos modeliavimo kalbos tokios kaip OMG (Object Management 
Group) konsorciumo vieninga modeliavimo kalba UML (Unified Modeling Language). 
 OMG pasil UML kalb programins rangos (ir ypa objektiškai orientuotos) element 
ir sistem aprašymui. Vidin UML architektra ir taikym ribos dar nra visai nusistovj, nes 
paskutin UML 2.0 kalbos versija ženkliai skiriasi nuo ankstesni. Nordama standartizuoti 
UML ir kit  UML panaši modeliavimo kalb krimo proces, OMG sukr MOF (Meta 
Object Facility) modeliavimo kalb. UML ir MOF yra esmins keturi lygi MDA modeliavimo 
aplinkos dalys [1, 2-2p.]. 
 Faktai, kad IT kaita yra nuolatin ir, kad kaitos sparta mažja – didjant abstraktumo 
lygiui, tapo OMG pagrindu naujai modeliavimo strategijai. Jeigu skirtingi abstraktumo lygiai gali 
bti tiksliai nustatyti, tai technologini pasikeitim taka galima apriboti modelio poaibiu. Vietoj 
to, kad perdaryti vis sistemos model, galima pakeisti tik technologijos pasikeitimo paveiktas 
dalis. 
 Modeliais Pagrsta Architektra (MDA) (Model Driven Architecture) – tai OMG 
iniciatyva, kuri pateikia efektyvaus programins rangos modeli krimo ir panaudojimo 
strategijas. MDA apibržia tok IT sistem specifikavimo bd, kuris atskiria sistemos 
funkcionalumo specifikacij nuo sistemos realizavimo specifikacijos tam tikrai technologinei 
platformai [2, 3p.]. MDA nra nauja architektra – tai nauja programins rangos modeli krimo 
strategija. Šitos strategijos vienas iš sieki – skirting realizavimo technologij ir standart 
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sambvio galimyb. MDA tikslas – ne vieno uniforminio standarto diegimas, o aiškus skirting 
abstrakcijos lygi atskyrimas. MDA architektros taikymas turt iš esms pakeisti šiuolaikin 
program krimo praktik. Toliau detaliau panagrinsime program krimo proceso problemas, 
kurias turt išsprsti program krimo pagal MDA metodikos. 
 Pirmoji problema – tai programos krimo proceso produktyvumas. Programos krimo 
procesas, kok mes j žinome iš šiuolaikins praktikos, didžija dalimi remiasi detaliu 
projektavimu ir programos kodo rašymu [3, 2p.]. Tipinis programos krimo procesas pereina 
tokias stadijas: 
1. Reikalavim surinkimas; 
2. Analiz ir funkcinis aprašymas; 
3. Projektavimas; 
4. Kodo rašymas; 
5. Testavimas; 
6. Diegimas. 
Šio proceso metu, nuo 1 iki 3 fazs, sukuriami reikalavim tekstai, diagramos, programos 
funkcins specifikacijos dokumentai ir daugybe UML diagram. Gaunamas dokument kiekis 
bna gana didelis ir j krimui panaudojama daug nemažai ir laiko, taiau – tai tik dokumentai. 
Kai tik pradedama programos kodo rašymo stadija – dokument vert pradeda spariai nykti. 
Tsiantis programos kodo rašymui, dokument ir realizacijos neatitikimas vis didja. Keiiantis 
jau sukurtai sistemai, pakeitimai dl laiko ir ištekli stokos dažnai daromi tik kodo lygyje. Iškyla 
klausimas: Kam gaišti tiek brangaus laiko aukšto lygmens specifikacijoms, jeigu be tinkamo 
atnaujinimo jos greitu laiku praranda vert? 
 Ekstremalaus programavimo XP (Extreme Programming) metodika pasidar gana 
populiari praktikoje, nes pasižymi didele programos krimo proceso sparta. XP remiasi tuo, kad 
programos kodas yra lemiantis programos krimo elementas, todl realiai tik programavimas ir 
testavimas yra produktyvios šio proceso stadijos (žr. 1 pav.). Taiau ši metodika išsprendžia tik 
dal problemos [3, 2p.]. Kol projekte dirba ta pati komanda – aukšto lygio žyni apie sistem yra 
pakankamai, kad užtikrinti projekto eig. Taiau po pirmos programos versijos išleidimo projekto 
komanda yra išskaidoma ir kiti žmons perima programos palaikym ir klaid taisym. 
Programos palaikymas yra praktiškai nemanomas turint tik kod ir testus. 
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1 pav. -- Program krimo stadijos (pagal [3, 3p.]). 
 Kita problema su kuria susiduria programins rangos pramon – tai sparti technologij 
kaita. mons investuoja didžiules lšas program krimui šiuolaikinmis technologijos, taiau 
dar net dalinai neatsipirkus sukurtam produktui atsiranda naujos technologijos arba pasikeiia 
esamos. Dauguma bibliotek ir programavimo priemoni tiekj palaiko tik paskutines tris 
versija, todl neatnaujinus sistemos – galima likti be palaikymo iš tiekj puss. mons 
konkurencijos slygomis negali sau leisti atsilikti ir tenka adaptuosis prie nauj technologij. 
 Galima jau egzistuojani ir veikiani sistem naudoti ir toliau, taiau ia iškyla 
sveikavimo ir integravimo problemos (interoperability problem) – juk senoji sistema turi veikti 
su naujai sukurtja. Programins sistemos retai bna izoliuotos. Daugumai programini produkt 
tenka sveikauti su jau egzistuojaniomis programomis. Taip pat pamintina, kad net jeigu 
programa rašoma iš naujo, ji dažniausiai naudoja kelet technologij, bibliotek ir programavimo 
aplink (frameworks), ir naujai sukurt ir jau seniai naudojam. Atskiriems program 
komponentms rašyti naudojamos tam labiausiai tinkamos technologijos, taiau komponents turi 
sveikauti norint, kad sistema veikt [3, 5p.]. 
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 MDA – tai aplinka (framework) program krimui, pasilyta OMG konsorciumo, kuri 
turtu išsprsti bent dal anksiau pamintas programavimo proceso problemas ir suteikti naujas 
programini sistem atnaujinimo ir integravimo galimybes. Program krimo proceso fazs 

















2 pav. -- Programos krimo pagal MDA procesas (pagal [3, 7p.]) 
Antros ir treios fazs produktai – tai formals programins sistemos modeliai, t.y. – šie modeliai 
ne tik suprantami žmonms, bet gali bti apdoroti kompiuteriu. MDA program krimas yra 
pagrstas modeliais (model-driven), nes modeliai nukreipia sistemos krim, modifikavim ir 
diegim [4, 2-2p.]. 
 Nuo platformos nepriklausomas modelis PIM (Platform Independent Model) – tai 
sistemos atvaizdas (view) nuo platformos nepriklausomu požiriu [4, 2-6p.]. PIM aprašo sistem 
abstrakiai ir tam tikru laipsniu nepriklauso nuo realizacijos detali tam tikrai platformai. PIM 
kuriama taip, kad kuo tiksliau aprašyt problemin srit (business domain). 
 Kitas modelis kur aprašo MDA – tai platformai specifinis sistemos modelis PSM 
(Platform Specific Model). PSM aprašo sistem terminais specifiniais tam tikrai platformai 
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kurioje bus realizuota programin sistema [4, 2-6p.]. Kuriant program MDA aplinkoje – analizs 
fazs metu sukurtas PIM modelis transformuojamas  vien ar kelis PSM. Kadangi platformai 
specifinis modelis aprašo tam tikrai technologinei platformai bdingas detales, jis gali bti 
lengvai transformuotas  programos kod [3, 6p.]. 
 Paminsime dar viena modeli tip – tai nuo skaiiavim nepriklausomas modelis CIM 
(Computationally Independent Model). CIM yra baz PIM modeliui, taiau jis visiškai skirtas tik 
problemins srities esybms aprašyti ir visai neturi informacijos apie pai skaiiavimo sistem ir 
jos skaiiavim aplink (computational environment), dl šitos priežasties jis nebuvo pamintas 
MDA programos krimo procese. 
 Tradicinio programavimo proceso metu, perjimas nuo vieno modelio prie kito ar 
perjimas nuo modelio prie programinio kodo atliekamas rankiniu bdu. Naudojant kodo 
generavimo rankius galima dal programinio kodo sugeneruoti, taiau generacijos rezultatas – tai 
tik šablonas, ir vis tiek didžij dali jo tenka užpildyti rankomis (žr. 1 lent.). Taiau MDA 
transformacijos visada vykdomos automatiškai naudojant programinius rankius. Dauguma 
klasikini automatinio kodo generavimo ranki moka sugeneruoti programin kod iš PSM, nes 
šio modelio elementai ir sryšiai tiesiogiai atitinka konkrei platform. Tai k MDA apibržia 
naujo – tai PIM aukšto abstraktumo modelio automatinis transformavimas  tam tikrai platformai 
specifin PSM model [3, 8p.]. 
1 lent. -- Programos kodo generacijos efektyvumas (ištrauka iš [5, 9p.]) 
 Neautomatizuota




Rankiniu bdu parašyt kodo eilui 
skaiius 
126 71 20 
Sugeneruot eilui skaiius  0 55 106 
Visa kodo apimtis eilutmis 126 126 126 
Rankomis parašyt eilui kiekis [%] 100 56 16 
 
 Matome, kad modeli transformavimas yra esminis program krimo pagal MDA 
procesas, todl nustatyti tokie šio tiriamojo darbo tikslai: 
1. Susipažinti su transformacij MDA aplinkoje ypatumais ir ssaja su OMG standartais; 
2. Sukurti eksperimentinius išeities ir tikslo metamodelius; 
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3. Išanalizuoti eksperimentini modeli transformacij proces ir suprojektuoti 
transformacijos algoritm; 
4. Sukurti eksperimentins transformacijos algoritmo realizacij; 
5. vykdyti eksperimentines modeli transformacijas. 
Sekaniame skyriuje pagrindžiamas tolesnis eksperimentini metamodeli konstravimas, bei 
parenkamos transformacij realizavimo priemons. 
 14 
 
2 MODELI TRANSFORMACIJOS MDA ARCHITEKTROJE 
 MDA architektros esminis elementas – programins sistemos ir problemins srities 
modeliavimas. Taiau modeliavimas MDA iš esms nesiskirtu nuo kit, kodo generavimu 
pagyst, program krimo metodik, jeigu perjimai nuo PIM prie PSM modeli nebt 
vykdomi automatizuotai. Tokiu bdu, norint pasinaudoti visais MDA pranašumais – reikia 
realizuoti rankius kurie vykdyt PIM – PIM ir PIM – PSM transformacijas. 2.1 skyriuje 
panagrinsime koki reikšm modeli transformacij realizavimui turi metamodeliavimas. 2.2 
skyriuje apžvelgsime transformavimo strategijas. Pasirinktos transformacijos strategijos 
realizavimui, 2.4 skyriuje, bus palygintos ir parinktos eksperimentins realizacijos aplinkos. 
2.1 Metamodeliavimo reikšm modeli transformacijoms 
 OMG konsorciumas sukrs viening modeliavimo kalb UML pateik nauja standart 
objektins programins rangos modeliavimui ir projektavimui. Modelis yra sistemos ar jos dalies 
aprašymas formalia modeliavimo kalba [3, 16p.]. Taiau, kad modelis bt formalus jis taip pat 
turi bti apibržtas formaliai. Formaliems kalb aprašymams naudojamos formalios kalbos 
vadinamos metakalbomis. Pavyzdžiui Pascal kalbos gramatik galima aprašyti BNF kalbos 
priemonmis. Tokiems formaliems metaduomen ir modeliavimo kalb aprašymams kurti OMG 
konsorciumas sukr MOF (Meta Object Facility) kalb [6, 1-15p.]. Formali modeliavimo kalb 
aprašym specifikavimas vadinamas metamodeliavimu. MOF kalba turjo didel tak esmini 
MDA princip krimui. MOF kalba1 ypatinga tuo, kad ji yra save aprašanti, t.y. MOF kalba 
galima aprašyti ne tik kit kalb metamodelius, bet ir jos paios model. MOF – tai ne tik gali 
bti naudojama nauj modeliavimo kalb specifikavimui, bet ir universalus metaduomen 
aprašymo ir saugojimo standartas [1, 2-2 ir 2-3p.]. MOF kalba atitinka OMG keturi lygmen 
metadomen architektros aukšiausij lygmen (žr. 3 pav.). 
                                                 
1
 Pamintina, kad svokos „kalba“, „metakalba“ ir „metametakalba“ yra reliatyvios, t.y. priklauso nuo nagrinjamo 
abstrakcijos lygmens santykio su kitu lygmeniu, pvz. pagal 3 pav., jeigu kalbame apie UML – tai UML šiuo metu 
vadinama „kalba“, UML kalbos metamodelis – aprašytas „metakalba“ MOF, o MOF metamodelis aprašytas – 



















3 pav. -- Keturi OMG metaduomen architektros lygmenys 
Kiekvienas OMG metaduomen architektros lygmuo atitinka tam tikr modeli abstrakcijos 
lyg (žr. 2 lent.). 
2 lent. -- Keturi metaduomen architektros lygmenys 
Abstraktumo lygmuo Aprašymas 
M3 Metametamodeliai, kuri elementai susieti statiniais ryšiais. MOF 
modelio lygmuo. 
M2 Metamodeliai, kuri elementai – tai M3 lygmens modelio element 
egzemplioriai (instances) ir M2 lygmens metaklass. Šitas lygmuo 
atitinka UML kalbos gramatik – UML metamodel. 
M1 Modeliai, kuriu elementai – M2 lygmens modelio egzemplioriai. 
Tai UML modeli lygmuo.  
M0 Modeli panaudojimas. Šito lygmens elementai yra M1 lygmens 
element egzemplioriai, pvz. M1 lygmenyje – apibržiama klas 
Customer, tai M0 lygmenyje klass egzemplioriai bus 
Customer tipo objektai. 
 
Literatroje [3, 90p.] minimos dvi priežastys dl kuri metamodeliavimimas labai svarbus 
modeli transformavimui ir MDA: 
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1. Tai modeliavimo kalb specifikavimo priemon MDA architektroje. Metakalbos 
pagrindu apibrž modeliavimo kalbos metamodel galime specifikuoti PIM ar PSM 
kalb. 
2. Transformacij taisykls (rules) aprašo kokie pradinio modelio elementai turi bti 
transformuoti  atitinkamus tikslinio modelio elementus. 
4 pav. demonstruoja kaip metamodeliavimas siejamas su PIM – PSM modeli transformacijomis. 
 
 
4 pav. -- Metamodeliavimo ir modeli transformacij sryšis 
 
Pradiniame transformacij realizavimo etape, naudojant metakalb, mums tenka specifikuoti 
formali PIM modeliavimo kalb. Tai pasiekiama aprašant PIM metamodel. PIM metamodelio 
pagrindu sukuriamas PIM modelio egzempliorius, kuris atitinka ms modeliuojam programin 
sistem. Norint gauti tam tikrai programavimo platformai specifin PSM model, mes taip pat 
turime specifikuoti PSM modelio formalizm (formalism) aprašydami PSM metamodel. 
Galutinis aplinkos krimo etapas – tai transformavimo rankio realizavimas. Transformavimo 
rankis, naudodamas transformacijos specifikacij, transformuos ms PIM  PSM. Šiuo požiriu 
transformacij realizacija yra neatskiriama nuo metamodeliavimo. Tokiu bdu, nordami 
realizuoti transformacij, pradžioje turime apsibržti išeities PIM ir tikslo PSM modeliavimo 
kalbas. 
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2.2 Modeli susiejimo strategijos 
 Norint vykdyti išeities modelio transformacij  tikslo model – turime aprašyti t 
modeli element loginius sryšius. Toks modeli element sryši specifikavimas vadinamas 
modeli susiejimu (model mapping). OMG mini tris [4, 3-2p.] išeities ir tikslo modeli susiejimo 
strategijas: 
1. Modeli tip (metamodeli) susiejimas – tai toks modeli susiejimas, kai susiejami PIM 
modeliavimo kalbos aprašomi tipai su PSM modeliavimo kalbos aprašomais tipais. 
Btent šitam modeli susiejimui svarbus metamodeliavimas, kurio svarba buvo nagrinta 
praeitame skyriuje, nes susiejami vienos modeliavimo kalbos metamodelio elementai su 
kitos modeliavimo kalbos metamodelio elementais. 5 pav. pateiktas pavyzdys kaip susij 













5 pav. -- Modelio elementai - kaip metamodelio klasi egzemplioriai 
2. Modeli egzempliori susiejimas – tai susiejimas modeli egzempliori lygyje, kai 
apibržiama kokias slygas atitinkantis vieno modelio elementas susiejamas su kitu 
antrojo modelio elementu. Element slyg nustatymui naudojamos žyms (marks), pvz. 
UML klasei Customer uždedama žym panaudojant stereotip 
<<persistentEntity>> ir transformacijos apibržime nurodoma, kad PIM modelio 
klass su šita žyme bus transformuojamos  esybs EJB komponent (entity bean EJB). 









6 pav. -- Skirting tip modelio element atvaizdavimas naudojant kaip žymes stereotipus 
 Modeli tip (metamodeli) susiejimas yra griežtai formalus, nes susiejami elementai 
nurodomi metamodelio lygyje ir toki bdu apibržia modeliavimo kalbos formalizm. Toks 
griežtai formalus susiejimas leidžia apriboti modeliavimo kalbos vartotoj nuo nekorektišk 
modeli sukrimo. 
 Modeli egzempliori susiejimas – nra formalus ir griežtas naudojamos modeliavimo 
kalbos požiriu, nes susiejami ne metamodelio elementai, kurie yra modeliavimo kalbos 
formalizmo dalis, o j egzemplioriai. Tokio susiejimo metu – labai sudtinga automatizuotai 
patikrinti sudaryto modelio korektiškum, pvz. UML kalba leidžia klasm uždti stereotipus, 
taiau šitos kalbos formalizmas nenustato, kokios, ms sudaryto modelio, klass gali trti 
stereotip <<entity>>, o kokios negali. 
 Tokiu pagrindu eksperimentinms transformacijoms pasirinkau metamodeliavimo 
strategij ir metamodeli susiejim, nes jis leidžia sukurti griežtai apibržtus, formalius modelius 
ir modeli transformacijas. 
2.3 Modeli transformacij specifikavimo strategijos 
 Transformacijos realizacijoje galime išskirti dvi pagrindines dalis: transformavimo rank 
ir transformacijos specifikacij (transformation definition) (žr. 4 pav.). Šios dalys priklausomai 
nuo pasirinktos realizacijos architektros gali bti atskiros arba apjungtos kaip vienas rankis su 
programuotu transformacijos šablonu (transformation pattern). Realizacijos architektros 
pasirinkimas priklauso nuo transformacij specifikavimo strategijos. Galima tris transformacij 
specifikavimo strategijas: 
1. Algoritminis transformacij realizavimas – tai tokios modeli susiejimo ir j 
transformacij realizacijos, kurios panaudoja jau egzistuojanias algoritmines 
programavimo ar transformavimo kalbas. Galima bt išskiri: 
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a. Algoritmini kalb panaudojim (pvz. Java) – ia transformacijos realizacija 
fiksuotai programuojam  transformavimo rank arba transformuojanti dalis 
užkraunama dinamiškai (plug-in); 
b. Interpretuojam kalb panaudojimas pai transformavimo taisykli aprašymui 
(pvz. Java ); 
c. Šablon kalb panaudojimas (pvz. XSL, Velocity). 
2. Metamodeliavimo – tai modeli susiejimo ir transformacij specifikavimo bdas, kuris 
pagrstas metamodeli ir j programavimo ssaj (API) panaudojimu. OMG 
konsorciumas paskelb užklaus pasilymams RFP (Request for Proposal) dl MOF 2.0 
užklaus, atvaizd ir transformacij (MOF-QVT – MOF Model / Views /Transformations) 
[7] ir tikisi sukurti nauj standartizuot transformacij modeliavimo kalb. 
Transformacij modeliavimo kalba leist metamodeli lygyje ir naudojant modeliavimo 
priemones susieti modelius ir specifikuoti transformacij iš vieno modelio  kit. OMG 
jau gavo atsakym  MOF-QVT RFP, taiau šita MOF metakalbos dalis dar 
nestandartizuota iki šio momento. 
Vienas šio darbo tiksl – realizuoti eksperimentin modeli transformacij. 2.2 skyriuje 
pasirinkome metamodeli susiejimo strategij ms eksperimentins transformacijos realizacijai. 
Šiai realizacijai laikantis labiausiai tinkantis transformacij specifikavimo metodas bt 
transformacij modeliavimo kalba, nes jos priemonmis galima bt formaliai susieti modelius ir 
tuo pagrindu realizuoti vaizdinio modeliavimo rankius. Kadangi metamodeliavimo principu 
besiremianio transformacij modeliavimo standarto nra, tai pasirenkame algoritmin 
transformacij realizavimo bd. Programini realizavimo priemoni pasirinkimas bus 
analizuojamas 2.4 šio darbo skyriuje. 
2.4 Transformacij realizavimo priemons 
 Transformacijoms realizuoti pasirinkau Java programavimo kalb. Ši kalba gana 
populiari, jai tiekiama daug programavimo aplink ir bibliotek. Taip pat šios programavimo 
kalbos pagrindu sukurta J2EE (Java2 Enterprise Edition) platforma vis dar pati populiariausia 
mons lygmens (enterprise) interneto program krimo platforma, o btent mons lygmens 
programinei rangai yra svarbs tikslai kuri siekiama MDA. 
 Atlikdamas tyrim užsibržiau sukurti išeities ir tikslo modelius ir realizuoti j 
transformacij. Tokiu bdu mums reikia: 
1) Specifikuoti išeities metamodel; 
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2) Specifikuoti tikslo metamodel; 
3) Sukonstruoti išeities model; 
4) Realizuoti transformacij: 
a. Išeities modelio nuskaitym; 
b. Išeities modelio element manipuliavim ir j susiejim su tikslo modeliu; 
c. Gauto tikslo modelio išsaugojim. 
 OMG apibrž XMI, kaip standartin modeli ir metamodeli saugojimo bd [9]. 
Pasirinkus realizacijos kalb Java, šiuo metu galima aptikti dvi programavimo aplinkas 
(frameworks), kuri pagalb galima bt realizuoti modeli nuskaitym ir išsaugojim  XMI 
formato bylas – tai NSUML (http://nsuml.sourceforge.net/) ir EMF (http://www.eclipse.org/emf). 
Ši programavimo aplink analizs rezultatai pateikti 3 lent.. 
3 lent. -- NSUML ir EMF programavimo aplink palyginimas 
Funkcionalumas NSUML EMF 
Palaikoma XMI versija UNISYS XMI 1.1 XMI 2.0 
Suteikiamos metamodeli 
krimo priemons 
Nra • Java interfeisai; 
• Ecore editorius; 




MagicDraw Rational Rose 
Integracija su darbo aplinkom Nra Eclipse platforma 
Kuri MOF standarto versij 
atitinka galimybs 
MOF 1.4 EMOF (Essential MOF) 2.02 
Gauto modelio manipuliavimo 




Tiekiamas generatorius, kuris 
sugeneruoja reikiamas 
EMF.Edit aplinkos klases. 
Galimyb išsaugoti rankomis 
pakoreguotas kodo dalis 
vykdant kitas modeli 
Nra Automatiškai apjungia naujai 
generuojamus ar 
pergeneruojamus senus 
                                                 
2
 Pamintina, kad EMF aplinka teikia Ecore modeliavimo kalb. Ecore pagal funkcionalum atitinka EMOF 2.0 ir 




elementus ir rankomis 
realizuotas dalis. 
Galimyb sukurti gauto 
metamodelio egzempliorius. 
Programiniu bdu. • Programiniu bdu; 
• Galima sukurti grafin 
redaktori. 
 
Matome, kad EMF programavimo aplinka palaiko modernesnius standartus ir suteikia daugiau 
galimybi kuriant metamodelius ir manipuliuojant jais. Taip pat EMF integruojasi su patogia ir 
šiuo metu greitai besivystania programavimo platforma Eclipse (http://www.eclipse.org). Todl 




3 PIM „ESYB – PROCESAS“ METAMODELIO SUDARYMAS 
 Norint realizuoti eksperimentin transformacij, kaip minjau 2.1 skyriuje, reikia sukurti 
išeities ir tikslo modeliavimo kalbas. Pradinje tyrimo stadijoje buvo sukurta PIM modeliavimo 
kalb. Ši kalba buvo pavadinta „esybs – proceso“ modeliavimo kalba. PIM kalbos sudarymui 
buvo nustatyti sekantys reikalavimai: 
1. Kalba turi bti paprasta, ir trti mažai technini detali; 
2. Kalboje turi išsiskirti du pagrindiniai verslo problemini srii elementai – tai esybs ir 
procesai: 
a. Esyb – tai duomen struktravimo vienetas, kuris saugo informacij apie 
problemins srities objekt ir jo bsen. Galima išskirti du esybi tipus: tai 
išsauganios savo bsen tik vykdymo metu (runtime) ir nuolat išsauganios savo 
bsen (persistent). 
b. Procesas – tai bsenos neturintis problemins srities elementas, kuris savyje 
paslepia (encapsulates) vykdymo logik. Elementarus proceso žingsnis – metodas, 
kuriam galima apibržti parametrus ir gražinam rezultat. Procesai negali saugoti 
savo bsenos (stateless). 
3. Kalboje galima apsibržti duomen tipus, kurie bus naudojami atominiam atributam 
sukurti; 
4. Tarp esybi galima nustatyti sryšius, palaikomas ryši kardinalumas 1:1, 1:N; 
5. Turi bti galimyb apibržti tipizuotus objekt srašus. 









aggregation : Boolean = false
byValue : Boolean = false
lowerBound : Integer = 0









7 pav.– „Esyb – procesas“ metamodelio paveldjimo hierarchija 
Abstrakts metamodelio elementai pažymti tamsesne spalva „Esyb-procesas“ modeliavimo 
kalbos element aprašymai pateikti 4 lent.. 
4 lent. – „Esyb – procesas“ PIM kalbos metamodelio elementai 
Metamodelio klas Aprašymas 
DataType Bazin vis duomen tip metaklas; abstrakti ir negali bti 
sukurtas jos egzempliorius. 
Domain Tai šakninis PIM modelio element konteineris. Sukrus nauja 
modelio fail – pirma sukuriamas šis elementas. 
Entity Bazin vis tip esybi metaklas. Tarp esybi galima 
nurodyti paveldjimo sryšius. 
Identifier Identifikatoriaus žymeklis, kuris nurodo, koks esybs atributas 
yra unikalus jos identifikatorius. 
List Tai srašo metaklas. 
Method Metodas – proceso elementas. Gauna duomenis per 
parametrus ir gražina tam tikr vykdymo rezultat. 
ModelElement Bazin vis metamodelio element (metaklasi) klas. 
Abstrakti ir negali bti sukurtas jos egzempliorius. 
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NamedElement Abstraktus metamodelio elementas. Jo egzempliorius negali 
bti sukurtas, taiau jis apibržia bendr visiems metamodelio 
elementams (išskyrus identifikatori) savyb – vard. 
Package Modelio element grupavimo mechanizmas. Package 
elementas iš principo atitinka UML kalboje naudojama 
element su tuo paiu pavadinimu. 
Parameter Tai metodo parametro metaklas. Privalomas nurodyti 
parametro duomen tipas (DataType). 
PersistentEntity Nuolat savo bsena išsauganti (persistent) esyb. Tokia esyb 
btinai turi turti identifikatori, jeigu jo neturi tvin esyb. 
PersistentEntity metaklass egzempliorius (klas) gali 
bti susieta paveldjimu tik su tokia klase, kurios metaklas 
taip pat PersistentEntity. 
PersistentProperty Tai atribut nuolat išsaugani savo bsen (persistent) 
metaklas. 
PrimitiveType Taip primityviem tipam kurti skirta metaklas. 
Process Verslo proces modeliuojanti metaklas. Verslo procesai 
negali trti bsenos (stateless) ir nepalaiko paveldjimo 
sryšio. 
Property Abstrakti esybs atributo metaklas. Negalima sukurti n 
vieno jos egzemplioriaus. 
SimpleEntity Bsen tik vykdimo metu išlaikanti esyb (non-persistent). 
SimpleProperty Bsen tik vykdymo metu išlaikantis esybs atributas (non-
persistent). 
 
„Esybs – proceso“ metamodelio element ryšiai pavaizduoti 8 pav.. Matome, kad kiekvieno 
modelio (metamodelio egzemplioriaus) klasi pagrindinis konteineris yra Domain metaklass 
egzempliorius. Domain metaklas kompozicijos ryšiais susieta su Package ir 
PrimitiveType metaklasmis, o visi lik duomen tipai ir Process egzemplioriai – gali 
bti talpinami tik  Package elementus. Paket kompozicijos ryšys – rekurentinis, t.y. paketas 











aggregation : Boolean = false
byValue : Boolean = false
lowerBound : Integer = 0
















































8 pav. – „Esyb-procesas“ PIM metamodelio element ryšiai (2 dalis) 
Paketai – tai modelio element grupavimo mechanizmas. Paketo sudtins dalys gali bti esybs, 
ir duomen tipai (esybs, paprasti duomen tipai ir srašai). 
Tarp nuorod gali bti sukuriamos nuorodos (references). Nuorodom galima nurodyti j tip, 
pavadinim, agregavimo bd (kompozicija ar agregavimas) bei kardinalum. 
 9 pav. vaizduoja bsen išsaugani esybi ir j atribut sryšius. Matome, kad bsen 
išsauganti esyb, gali turti ne tik bsen išsauganius laukus, bet ir tik vykdymo metu saugomus 
laukus. Paminsime, kad bsen nuolat išsaugani ir bsen tik vykdymo metu išsaugani 
objekt paveldjimo medžiai yra atskirti. 


















9 pav. – „Esyb-procesas“ PIM metamodelio bsenas išlaikanios esybs (3 dalis) 
 Sukurto PIM metamodelio pagrindu, naudojant EMF priemones, buvo sukurtas modelio 
redaktorius. Pavyzdinio metamodelio egzemplioriaus atvaizdavimas parodytas 10 pav.. 
Naudojant „Esyb – procesas“ modelio redaktori galima sukurti PIM modelio egzempliori, 
kur vliau naudosime eksperimentinms modeli transformacijoms. 
 
10 pav. -- Pavyzdinis „esyb-procesas“ metamodelio egzempliorius 
Redaktorius atvaizduoja vis XMI formate saugom modelio egzempliori kaip medžio 
struktr. Kiekviena medžio viršn atitinka tam tikros metamodelio klass egzempliori. 
Modelio redaktoriaus piktogram aprašymai pateikiami 5 lent.. 
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5 lent. -- PIM modelio redaktoriaus piktogramos ir j reikšms 
Piktograma Paaiškinimas 
 
Atitinka Domain klass egzempliori. Tai išorinis viso modelio konteineris. 
 
Atitinka Package klass egzempliori. Tai paketo objektas. 
 
Atitinka PrimitiveType klass egzempliori. Šituo elementu vaizduojami 
abstrakts atominiai tipai, pvz. sveikieji skaiiai, eiluts, slankaus kablelio 
skaiiai. 
 
Atitinka List klass egzempliori. Tai tipizuoto srašo duomen tip 
modeliuojantis elementas. 
 
Atitinka SimpleEntity klass egzempliori. Neišliekani (non-persistent) 
esyb modeliuojantis elementas. 
 
Atitinka SimpleProperty klass egzempliori. Neišliekant atribut 
modeliuojantis elementas. 
 
Atitinka PersistentEntity klass egzempliori. Išliekanti esyb (persistent 
entity). 
 
Atitinka PersistentProperty klass egzempliori. Išliekantis atributas. 
 
Atitinka Identifier klass egzempliori. Elementas, kurio pagrindin funkcija 
– nurodyti, kurie esybs atributai – yra esybs identifikatoriai. 
 
Atitinka Reference klass egzempliori. Nuorod  kit objekt modeliuojantis 
elementas. 
 
Atitinka Process klass egzempliori. Proceso metaklass egzempliori 
atvaizduojantis elementas. 
 
Atitinka Method klass egzempliori. Proceso metod modeliuojantis elementas. 
 






4 PSM METAMODELI SUDARYMAS 
 Antroje tyrimo stadijoje buvo sukurtos dvi platformom specifins modeliavimo kalbos. 
Kadangi PIM modelis apibržia bsenas išsauganias esybes tai buvo pasirinkta sukurti reliacin 
PSM. Šio PSM modelis slyginai pavadintas SQL modeliu. Visos PIM išsauganios bsen 
esybs ir j sryšiai transformuojami  reliacin model. Taikomosiose realizacijose gautas 
reliacinis modelis bt naudojamas DDL (Data Definition Language) resursam generuoti. 
Reliacinis metamodelis detalizuotas 4.1 skyriuje. 
 Kadangi transformacij tikslas yra gauti detalizuot PSM model iš kurio galima bt 
vliau gauti programin kod, tai kaip vykdymo platform pasirinkta Java kalba. Java kalbai 
modeliuoti sukurtas Java PSM. Java metamodelio sandara detaliau aprašyta 4.2 skyriuje. 
4.1 Reliacinis metamodelis 
 Kuriant reliacinio modeliavimo PSM kalb, buvo sukurta reliacinio modeliavimo kalba, 
kuri suteikia galimyb modeliuoti duomen bazi lenteles, duomen tipus, lenteli stulpelius, 
išorinius ir pirminius raktus. Sukurtas reliacinis metamodelis modeliuoja esmines reliacini 
duomen bazi bruožus ir neskirtas jokiai konkreiai DBVS. Kuriant reliacin tikslo metamodel 
buvo apsibržti tokie reikalavimai: 
1. Modeliavimo kalba turi suteikti galimyb apibržti esybes atitinkanias lenteles ir t 
lenteli stulpelius; 
2. Stulpeliams galima nurodyti netik tip, bet to tipo dyd (pvz. VARCHAR(32)); 
3. Turi bti galimyb sukurti reikiam duomen tip; 
4. Kalba turi leisti nurodyti kurie lentels stulpeliai yra pirminiai raktai; 
5. Reliacinio modeliavimo kalba turi leisti nurodyti kurie lentels stulpeliai yra išoriniai 
raktai ir kokius išorins lentels stulpelius jie atitinka; 
6. Turi bti galimyb nurodyti kok išorins lentels unikal rakt atitinka pasirinktos 
lentels išorinis raktas. 
Bazin vis reliacinio metamodelio element klas – SqlNamedElement. Šita klas turi 
vienintel atribut name. Database klass egzempliorius yra išorinis viso modelio 
egzemplioriaus konteineris. Database klass egzemplioriaus sudtins dalys – tai lentels 
Table ir paprasto duomen tipo SqlDataType egzempliori rinkiniai. Table klass 
egzemplioriai modeliuose gali turti stulpelio (Column), rakto (Key) ir išorinio rakto 
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(Foreign) elementus. Išorinio rakto klass egzempliorius privalo turti nuorod  išorinio rakto 
objekt, taip pat ForeignKey klases egzempliori sraš, kur kiekvienas objektas nurodo koks 































11 pav. -- Reliacinis PSM metamodelis 
Buvo sukurtas reliacinio modeliavimo kalbos metamodelio klass ir j sryšiai pavaizduoti 11 
pav.. 
6 lent. – Reliacinio PSM metamodelio klass 
Metamodelio klas Aprašymas 
Column Stulpel modeliuojanti metaklas. Stulpelis turi priskirt 
duomen tip, taip nurodomas duomen tipo reikšms dydis. 
Database Tai duomen baz modeliuojanti metaklas. 
DatabaseElement Tai abstrakti metaklas – negali bti sukurtas n vienas jos 
egzempliorius. 
ForeignKey Išorin rakt modeliuojanti metaklas. 
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ForeignReference Metaklas, kurios egzempliorius apibržia koks vienos lentels 
išorinio rakto stulpelis susijs su kitos lentels stulpeliu. 
Key Metaklas, kurios egzempliorius nurodo, kokie lentels 
stulpeliai yra tos lentels raktai. 
SqlDataType Duomen tip modeliuojanti metaklas. 
SqlNamedElement Abstrakti metaklas – bazin vis Reliacinio metamodelio 
element klas. 
Table Lentel modeliuojantis metamodelio elementas. 
TableElement Abstrakti lentels sudedamj dal modeliuojanti metaklas. 
 
Aprašyto reliacinio metamodelio formali specifikacija XMI formate pateikta 10.2 priede. 
Metamodelio specifikacija buvo sukurta naudojant EMF aplinkos priemones. 
 Naudojant sudarytj metamodel ir EMF aplinkos rankius, buvo sukurtas reliacinio PSM 
modelio redaktorius. Redaktoriaus priemonmis, galima sudaryti reliacinius modelius. 
Pavyzdinis reliacinio modelio egzempliorius redaktoriaus lange pavaizduotas 12 pav..  
 
12 pav. -- Pavyzdinis reliacinio metamodelio egzempliorius 
Ms tyrime, reliacinio modelio redaktorius bus naudojamas tik vaizdiniam modeli 
demonstravimui, nes reliacin model iš PIM modelio sukurs transformacijos realizacija. 
Reliacinio modelio redaktorius atvaizduoja reliacin model saugom XMI formato byloje. 
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Kiekvienas atvaizduojamo modelio elementas parodomas kaip medžio viršn su tam tikra 
piktograma. Piktogram aprašymai pateikti 7 lent.. 
7 lent. -- Reliacinio PSM modelio piktogramos ir j reikšms 
Piktograma Paaiškinimas 
 
Duomen bazs modelio elementas. Atitinka Database klass egzempliori. 
 
Primityvaus duomen tipo elementas. Atitinka SqlDataType klass egzempliori. 
 
Lentels tipo elementas. Atitinka Table klass egzempliori. 
 
Stulpelio tipo elementas. Atitinka Column klass egzempliori. 
 
Rakto tipo objektas. Atitinka Key klass egzempliori. 
 
Išorinio rakto tipo objektas. Atitinka ForeignKey klass egzempliori. 
 
Saito tarp lokalaus stulpelio ir išorinio rakto stulpelio egzempliorius. Atitinka 
ForeignReference klass egzempliori. 
 
4.2 Java kalbos metamodelis 
Tyrimo metu sudarytas Java kalbos metamodelis. Sudarant metamodel buvo remiamasi Java 
kalbos specifikacija [11]. Modeliui nustatyti tokie bendrieji reikalavimai: 
1. Java kalbos PSM turi modeliuoti Java kalbos struktr [11, 13p.]; 
2. Turi bti galimyb modeliuoti Java kalbos duomen tipus [11, 31p.]; 
3. Galimyb modeliuoti Java klases ir ssajas [11, 135p., 199p.]; 
4. Turi bti galimyb modeliuoti klasi išpltimo (extends) ir realizacijos (implements) 
sryšius [11, 142-144p.]; 
5. Java modelio klass gali trti sudtinius elementus [11, 140p.]: atributus, metodus ir 
vidines klases; 
6. Turi bti galimyb modeliuoti klasi, lauk ir metod modifikatorius (modifiers) ir j 
pagrindines savybes. 
Sudarytojo Java PSM metamodelio paveldjimo hierarchija pateiktas diagramoje 13 pav., o 




























13 pav. -- Java kalbos PSM metamodelio paveldjimo hierarchija 
 Bazinis vis Java kalbos metamodelio elementas – tai JavaModelElement klas. Šita 
klas turi vienintel atribut name, kur paveldi visi kiti metamodelio elementai. 
JavaApplication klas – tai išorinis viso metamodelio egzemplioriaus konteineris, kurio 
sudtins dalys gali bti tik JavaPackage egzemplioriai. JavaPackage klas atitinka Java 
programavimo kalbos paket. 
 JavaMember klass egzemplioriai modeliuoja sudtinius Java kalbos klass elementus: 
vidines klases, metodus ir laukus. Vidines ir paprastas Java kalbos klases atitinka JavaClass 
modelio elementas. Šitam modelio elementui apibržtos papildomos savybs: abstraktumas 
(laukas abstract), paveldjimo draudimas (laukas final) ir laukas nusakantis ar klas yra 
ssaja. 
 Vienas iš galim JavaClass element JavaField, turi papildomus, Java kalbos 
sintakss elementus, atitinkanius laukus: final, transient, volatile ir inicializatoriaus 
išraišk. 
 Kitas galimas Java klass elementas – metodas (JavaMethod) apibržia tokius papildomus 
atributus: 
1. final – šitas atributas nurodo ar metodas gali bti perrašytas paveldjusioje klasje; 
2. native – nurodo ar metodas nra išorinio dinamins bibliotekos iškvietimas pagal C 
konvencij; 
 33 
3. synchronized – nurodo ar metodas gali bti vykdomas vienos ar keli lygiagrei 
vykdymo gij; 














final : Boolean = false
transient : Boolean = false
volatile : Boolean = false




abstract : Boolean = false
final : Boolean = false
interface : Boolean = false





































14 pav. -- Java kalbos PSM metamodelio element sryšiai 
Java kalbos metamodelio klasi aprašymai pateikti 8 lent.. 
8 lent. -- Java PSM metamodelio klass 
Metamodelio klas Aprašymas 
JavaApplication Java kalba parašyto programos kodo visum modeliuojanti 
metaklas.  
JavaClass Java duomen tip modeliuojanti klas. Gali atitikti 
paprastj ar abstrakij klas, ssaj arba duomen tip. 
JavaField Java klass atribut modeliuojanti metaklas. 
JavaInitializer Lauko inicializatori modeliuojanti klas. 
JavaMember Klass sudtin komponent modeliuojanti abstrakti 
metaklas. 
JavaMethod Java funkcij modeliuojanti metaklas. 
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JavaModelElement Abstrakti bazin metaklas. 
JavaPackage Java kalbos paket modeliuojanti metaklas. 
JavaParameter Java funkcijos parametr modeliuojanti metaklas. 
JavaVisibility Java klasi, ssaj, metod, atribut prijimo (access) 
modifikatori srašas. 
 
Su formalia Java kalbos metamodelio specifikacija XMI formate galima susipažinti 10.3 priede. 
 Naudojant EMF programavimo aplinkos rankius, sukurtas Java modeli redaktorius. 
Pavyzdinio Java modelio egzempliorius modelio redaktoriaus lange – pateiktas 15 pav.. 
Sukurtja Java PSM modeliavimo kalba galima modeliuoti pagrindinius Java kalbos elementus 
bei j ryšius. Java PSM metamodelio egzempliorius gali bti naudojamas vlesnei Java kalbos 
kodo generacijai. 
 
15 pav. -- Pavyzdinis Java kalbos PSM metamodelio egzempliorius 





9 lent. -- Java kalbos modelio redaktoriaus piktogramos 
Piktograma Paaiškinimas 
 
Išorinis vis modelio element konteineris. Atitinka JavaApplication 
klass egzempliori. 
 
Java kalbos paketo svok atitinkantis modelio elementas. Atitinka 
JavaPackage klass egzempliori. 
 
Java kalbos klas modeliuojantis elementas. Atitinka JavaClass klass 
egzempliori.. 
 
Klass atribut modeliuojantis objektas. Atitinka JavaField egzempliori. 
 
Atitinka JavaMethod klass egzempliori. Modeliuoja Java kalbos klas. 
 




5 PIM – PSM TRANSFORMACIJ REALIZAVIMAS 
 Šitame skyriuje analizuojamas PIM modelio transformavimo  sukurtus PSM modelius 
procesas. Aprašoma pasirinkta transformacij realizavimo architektra. 
 Turdami PIM ir PSM metamodelius, mes galime nusistatyti sryšius tarp 
transformuojam modeli metaklasi. Kadangi 2.2 skyriuje mes pasirinkome modeli tip 
susiejim – tai mes galime aprašyti modeli element sryšius metamodelio lygyje. Tokiu bdu 
mes galime aprašyti atskir PSM modelio element transformavimo  PIM modelio elementus 
taisykles, taiau aprašydami manipuliuosime metamodelio terminais . 16 pav. pateikta diagrama 
parodanti kaip modeli sryšis aprašomas modelio ir metamodelio lygmenyje. 
 Kita modeli transformavimo problema – tai transformacijos dekompozicija. Kad 
transformacija bt lengva realizuoti ir modifikuoti atskiri transformavimo etapai, taip pat 


































16 pav. -- Modeli sryšiai aprašyti modelio ir metamodelio lygmenyje 
Tyrimo metu nustatyti keli transformavimo proceso dekompozicijos variantai: 
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1. Modelio apjimas pagal kompozicijos ryšius su „atidjimu“. Modelio element medis 
apeinamas „ plot“ pagal kompozicijos ryšius apibržtus metamodelyje. Kiekvienas 
modelio elementas apdorojamas atskirai. Jeigu modelio elementas dar negali bti 
apdorotas – jis talpinamas  laukimo eil ir tokiu bdu atidedamas jo apdorojimas. Po 
apdorojimo elementai išimami iš apdorojimo eils. Pastebta, kad algoritmui su atidjimu 
reikalingos dvi transformavimo stadijos: 
a. Pagrindin transformavimo stadija – jos metu kiekvienas modelio elementas 
transformuojamas  atitinkam kito modelio element. Stadijos trukm – vienas 
pilnas modelio apjimas. Jos metu registruojami išeities ir tikslo modeli element 
transformavimo sryšiai, taip pat išeities modelio element ryšiai talpinami  
antrinio apdorojimo eil ir bus apdoroti antrinje stadijoje. 
b. Antrin transformavimo stadija. Antrins stadijos metu sukuriami ryšiai tarp tikslo 
modelio element iš ryši patalpint  antrinio apdorojimo eil. 
2. Modelio apjimas pagal kompozijos ryšius su apdorojimu pagal poreik (on demand). 
Modelyje kiekvienas elementas apdorojamas atskirai. Jeigu modelio elementui 
apdorojimas priklauso nuo kito elemento apdorojimo – tai iškvieiamas reikiamo 
elemento apdorojimas. Apdoroti elementai registruojami ir apjimo metu jie praleidžiami 
– nes jau buvo apdoroti. Apdorojimo ciklo trukm – vienas modelio apjimas. 
3. Laisvas modelio element apjimas panaudojant filtr architektrin šablon (Pipes and 
Filters Architecture) [12, 427p.]. Realizuojant transformacij taikant filtr architektr 
transformacijos stadijos buvo dekomponuotos  komponentus vadinamus filtrais. 
Kiekvienas toks filtras realizuoja vieno tipo element transformacij. Kiekvienas filtras 
atitinka tam tikr transformavimo stadij. Apdorojimo metu registruojami tiesioginiai ir 
atvirkštiniai transformavimo ryšiai tarp išeities ir tikslo modeli. Vieno transformavimo 
ciklo trukm: SN ⋅=τ , kur N – modelio element skaiius, S – transformavimo stadij 
skaiius. 
Transformacij realizavimui buvo pasirinkta filtr architektra, kuri leido žymiai paprasiau 
atskirti modelio transformavimo stadijas. Kiekvienas filtras realizuoja modelio elementui taikom 
slyg, jeigu ta slyga tenkinama – tai vykdomas elemento transformavimas. Reliacinio modelio 
transformavimo taisykls pateiktos 5.1 šio darbo skyriuje. 5.2 skyriuje  
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5.1 „Esyb – procesas” modelio transformavimas  reliacin model 
 Realizuojant „esyb – procesas“ PIM modelio transformavim  PSM reliacin model 
buvo apsibržtos ir realizuotos 10 lent. pateiktos transformavimo taisykls. Transformacij 
taisykls programiškai realizuojamos filtruose. 
10 lent. -- PIM transformavimo  reliacin model taisykls (pavyzdys pateiktas 17 pav.) 
Transformacijos slyga Transformacijos taisykl 
Tipas Domain Sukurti Database tipo element. 
Tipas Package Susieti su Database tipo elementu 
Tipas 
PersistentEntity 




Sukurti Column tipo element ir susieti su atitinkamu Table 
elementu 
Tipas Identifier ir 
savininkas nra paveldtas 
Sukurti Key element ir susieti su Column elementais, kurie 
buvo transformuoti iš PersistentProperty element, kurie 
yra susieti su Indentifier elementu. 
Tipas PersistentEntity ir yra 
paveldjimo ryšys su kitu 
PersistentEntity 
Sukurti ForeignKey element Table elemente gautame iš dabar 
apdorojamo PersistentEntity. Tv atitinkanio Table 
elemento raktas susiejamas su išoriniu raktu vaiko klas 
atitinkaniame Table elemente. 
Tipas Reference ir 
kardinalumas 1:1 
Sukurti ForeignKey element Table elemente gautame iš 
dabar apdorojamo PersistentEntity. Kaimyn atitinkanio 
Table elemento raktas susiejamas su išoriniu raktu vaiko klas 
atitinkaniame Table elemente. 
Tipas Reference ir 
kardinalumas 1:N 
Sukurti ForeignKey element Table elemente atitinkaniame 
dabar apdorojamo PersistentEntity kaimyn. Dabar 
apdorojamo PersistentEntity atitinkanio Table 
elemento raktas susiejamas su išoriniu raktu kaimyno klas 
atitinkaniame Table elemente. 
 
Vykdant PIM modelio transformavim  reliacin PSM model – bsen išsauganios esybs 




















Reliacinis PSM modelisPIM modelis
 
17 pav. -- PIM modelio susiejimas su reliaciniu PSM modeliu 
Gautame po transformacijos reliaciniame modelyje, PIM modelio bsen neišsauganios esybs 
Transformuojant PIM  reliacin PSM panaudota filtr architektra. Filtr sujungimo grandin 
pavaizduota 18 pav.. Žemiau pateikiama lentel su filtr aprašymais. 
11 lent. -- PIM  reliacin PSM model transformuojantys filtrai 
Filtras Aprašymas 
DomainFilter Transformuoja Domain element  Database. 
GeneralizationFilter Transformuoja paveldjimo ryšius  ryšius per išorin rakt. 
PersistentEntityFilter Transformuoja PersistentEntity  Table elementus. 
PersistentPropertyFilter Transformuoja PersistentEntity attributus  Column elementus. 
PrimityveTypeFilter Transformuoja primityvius PIM duomen tipus  reliacinio 
modelio duomen tipus. 
ReferenceFilter Transformuoja 1:1 ir 1:N ryšius  reliacinius ryšius per išorinius 
raktus. 
18 pav. pavaizduota filtr aktyvavimosi grandin. Kiekvienas filtras naudoja jam tiekiamus 









18 pav. -- PIM  reliacin PSM transformuojani filtr struktra (duomenys pereina nuo viršaus  apai) 
Matome, kad transformacijos  reliacin model atveju, filtr grandinje nra išsišakojim. 
Kiekviena sekanti stadija vykdoma po to kai baigta ankstesn. 
 Eksperimentiniai transformacijos vykdymai pateikiami 6 skyriuje. 
5.2 „Esyb – procesas” modelio transformavimas  Java kalbos model 
 Esyb – procesas PIM transformacijos  Java PSM realizavimui taip pat buvo taikoma 
filtr architektrinis šablonas, taiau filtr išsidstymas ir j realizacijos skiriasi. Tyrimo tikslais 
nusprsta padidinti transformacijos detalum ir pritaikyti Proxy šablon [13, 207p.] visiems 
Entity ir Process tipo elementams. Transformavimo taisykls pateikiamos 12 lent.. 
 
12 lent. -- PIM  Java PSM transformacijos taisykls 
Transformacijos slyga Transformacijos taisykl 
Tipas Domain Sukuriamas JavaApplication elementas (pvz. 19 pav.). 
Tipas Package Sukuriamas JavaPackage elementas. 




Transformuoja  JavaClass element atitinkant ssaj, klas 
su vardo priesaga „Impl“ ir klas su vardo priesaga „Proxy“ 
sukuria JavaPackage element su vardu „impl“ ir sujungia 
elementus pagal Proxy šablon (pvz. 20 pav.). 
Tipas SimpleProperty 
Tipas PersistentProperty 
Transformuoja  JavaMethod elementus vien su priedaga 
„set“, kita – su priesaga „get“, priskiria atitinkamo tipo 
parametrus ir gražinamus tipus. 
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Tipas Process Transformuojamas  JavaClass element rinkin pagal Proxy 
šablon (pvz. 21 pav.). 
 
Kadangi Domain tipo elementas yra tik išorinis modelio element konteineris, tai jis 





Java PSM modelisPIM modelis
 
19 pav. -- PIM modelio Domain tipo elemento transformavimas  JavaApplication tipo element 
PIM esybs transformavimas  Java modelio elementus daug sudtingesnis. PIM esybs atitikmuo 
Java modelyje bus klasi ir ssaj kompleksas atitinkantis Proxy šablon. Kiekviena esyb 
transformuojama  ssajos klas, realizacijos klas atstovaujanti klas (proxy class) ir gamyklos 



























20 pav. -- PIM esybs transformavimas  Java PSM klases pritaikant Proxy šablon 
PIM modelio proceso elementui transformuojant taip pat pritaikomas Proxy šablonas. Taigi 




















Java PSM modelisPIM modelis
 
21 pav. -- PIM proceso transformavimas  Java PSM klases pritaikant Proxy šablon 
Transformacijai realizuoti panaudota filtr struktra pavaizduota 22 pav.. Filtr aprašymai 
pateikti 13 lent.. 
13 lent. -- PIM  Java PSM filtrai 
Filtras Aprašymas 
DomainFilter Transformuoja Domain element  
JavaApplication element. 
ListFilter Transformuoja PIM List duomen tipus  
java.util.List duomen tip. 
PackageAssemblyFilter Paket surinkimo filtras. Sudeda paketus pagal 
kompozicijos ryšius tarp atitinkam išeities 
modelio element. 
PackageFilter Paket filtras. Transformuoja Package  
JavaPackage. 
PersistentEntityFilter Transformuoja PersistentEntity  
JavaClass su atitinkamu pavadinimu. 
PersistentPropertyFilter Transformuoja PersistentProperty  
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JavaField element. 
PrimitiveTypeFilter Transformuoja PrimitieType elementus  
atitinkamus JavaClass elementus, 
atitinkanius standartinius Java kalbos 
duomen tipus. 
ProcessFilter Process tipo element filtras. 
ReferenceFilter Sudaro ryšius tikslo modelyje pagal išeities 
modelio element ryšius. 
SimpleEntityFilter Transformuoja SimpeEntity elementus  
JavaClass element rinkin. 
SimplePropertyFilter Transformuoja SimpeProperty elementus  
JavaField elementus. 
 
PIM transformavimo  Java model filtr struktra sudtingesn negu transformacijos  reliacin 
model. Pradiniai filtrai gali bti vykdomi tik tam tikra eils tvarka, nes toliau grandinje 













22 pav. -- PIM modelio filtravimo stadijos transformuojant  Java PSM (duomenys pereina nuo viršaus  apai) 
Kiekvienas filtras savo veikimo rezultat užregistruoja registre. Registras – tai srašas kuriame 
surenkami vis PIM element atvaizdavimai  PSM elementus. Naudojant tok registr, 
kiekvienas filtras gali gauti prieš tai buvusi filtr rezultatus. 
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 Transformacij realizacijos eksperimentinio vykdymo rezultatai pateikiami 6 skyriuje. 
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6 EKSPERIMENTINIS TRANSFORMACIJ VYKDYMAS 
 Šeštame skyriuje pateikiami eksperimentini transformacij pradini duomen ir 
rezultat grafiniai atvaizdavimai. Dl dideli gaunam PSM modeli apimi, modeli medžiai 
suskleisti, išskleistos tik eksperimento esm ir nauj rezultat parodanios dalys. 
6.1 B	senos neišsaugan
i esybi transformavimas 
 Pirmasis eksperimentas demonstruoja, kaip realizuotoji transformacija detalizuoja 
bsenos neišsaugani esyb. Kadangi bsenos neišsauganios esybs neturi prasms reliaciniam 
modeliui – atitinkam metaklas (SimleEntity) turini element filtras nebuvo realizuotas. 
 
23 pav. -- Išeities PIM modelio egzempliorius 
 Matome, kad iš PIM modelio pavaizduoto 23 pav.  reliacin model buvo atvaizduoti tik 
primityvs duomen tipai (žr. 24 pav.). 
 
24 pav. -- Gautas reliacinis PSM modelio egzempliorius 
 Visiškai kitok rezultat matome Java PSM modelyje: eksperimentins transformacijos 
metu transformuojamiems objektams pritaikoma Proxy šablonas. Taikant Proxy šablon 
kiekvienai esybei sukuriamos ssajos, realizacijos, realizacijos atstovavimo ir gamyklos klass 




25 pav. -- Esyb atitinkanios ssajos klass sandara 
 
 
26 pav. -- Esyb atitinkanios realizacijos klass sandara 
 
 Kaip matome iš išskleistos ssajos grafinio atvaizdavimo, kiekvienam esybs atributui 
buvo sukurti prijimo metodai, kuri realizacijos kontroliuos esybs atribut reikšmi gavima ir 
keitim. Esybs atributai transformuoti  atitinkamo pavadinimo laukus realizacijos klas 
atitinkaniame elemente (žr. 26 pav.). 
 Realizacij atstovaujanios klass medis išskleistas 27 pav.. Kadangi atstovaujanios 
klass pagrindinis tikslas perdavinti iškvietimus realizacijos metodams, tai ji turi vien 
privalom lauk – nurod  realizacij. Taip pat atstovaujanti klas turi konstruktoriaus funkcij, 
kurios argumentas – atstovaujama realizacija. 
 28 pav. pavaizduota gamyklos klas sugeneruota transformacijos metu. Šitos klass 




27 pav. -- Ssajos realizacij atstovaujanti klas 
 
 





i esybi su vienpusiu sryšiu transformavimas 
 Antrasis eksperimentas skirtas pademonstruoti bsen išsaugani esybi transformavim 
 reliacin model bei nuorod transformavimas. 
 Kaip matome visos esybs specifikuotos išeities PIM modelyje 29 pav. buvo 
transformuotos  atitinkamas lenteles PSM modelyje 30 pav.. 
 
29 pav. -- Išeities PIM modelis 
 
30 pav. -- Gautas reliacinis PSM modelis 
 
 
Išeities modelio stulpeliai, kurie PIM modelyje buvo nurodyti kaip identifikatoriai – reliaciniame 
modelyje tampa pirminiais unikaliais raktais. 
 Galima pastebti, kad išeities modelio 1:1 kardinalumo nuoroda (Reference elementas 
medyje), rezultato modelyje transformavosi  išorinio rakto element. 
 31 pav., 32 pav. matome, kad transformacija elgiasi kitaip – nuoroda tampa realizacijos 
klass lauku, kurio tipas yra nuorodos rodoma klas. Esybms taip pat pastebimas (žr. 33 pav.) 
Proxy šablono taikymas (analogiškai kaip aprašyta 6.1 skyriuje). 
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31 pav. -- Sugeneruota esybs Person ssaja 
 
32 pav. -- Išskleista Person esybs realizacijas 
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i esybi su paveldjimo sryšiu transformavimas 
 Treio bandymo tikslas buvo pademonstruoti PIM paveldjimo ryšio transformacij  
reliacin ir Java model. 
 Reliaciniame modelyje matome sudtingesnius pasikeitimus negu prieš tai buvusiuose 
bandymuose. Išeities modelyje Customer esyb paveldima iš Person esybs (žr. 34 pav.), 
todl nustatomas ryšys iš CUSTOMER  PERSON per išorin rakt PERSON_FK_KEY, kuris 
suriša lokalaus unikalaus rakto stulpelio reikšm su tvo unikalaus stulpelio-rakto reikšme (žr. 35 
pav.). 
 Gautame Java kalbos modelyje, taip pat kaip ir visur galime stebti ta pat Proxy šablono 
taikym, taiau Person ir Customer šablon Java klass ir ssajos susij paveldjimo ryšiais. 
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34 pav. -- Išeities PIM modelis  paveldjimo 
transformacijai stebti 
 
35 pav. -- Reliacinis PSM gautas treiojo bandymo metu 
 
36 pav. -- Java PSM gautas treiajame bandyme 
 
 
6.4 Proces transformavimas 
 Ketvirto eksperimento metu buvo stebima proceso PIM modelio elemento, vienos 
išsauganios bsen ir vienos neišsauganios bsenos esybi. 
 37 pav. pateiktas išeities modelio grafinis atvaizdas. PIM modelyje pavaizduotas atvejis, 
kai modeliuojamas vienos esybs gavimas iš kitos naudojant proceso metod. 
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37 pav. -- PIM išeities modelis proceso ir esybi 
transformavimo bandymui 
 
38 pav. -- Gautas reliacinis PSM 
 
 38 pav. Pateiktas gauto reliacinio modelio grafinis vaizdas, kuriame matome, vienos 
bsen išsauganios esybs transformacijos rezultat – lentel ADDRESS su pirminiu raktu 
stulpelyje ADDRESSID. 
 PIM proceso objekto transformacijos kokybinis rezultatas parodytas 39 pav.. 
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6.5 Eksperiment kiekybiniai stebjim rezultatai 
Atlikus bandymus buvo stebimi kokybiniai rezultatai (grafinis j atvaizdavimas), kurie pateikti 
ankstesniuose skyriuose. Atsižvelgus  tai, kad transformacij metu formuojamo XMI struktra 
panaši nusprsta padaryti apytiksl kiekybin vertinim. 






















1 20 6 111 117 82,91% 
2 29 26 191 217 86,64% 
3 35 35 238 273 87,18% 
4 34 15 230 245 86,12% 
Vidurkiai: 29,5 20,5 192,5 213 85,71% 
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Eilui skaiius buvo pasirinktas kaip kiekybinio matavimo priemon. Eksperiment kiekybini 
rezultat suvestin pateikta 14 lent.. 
 Analizuodami kiekybini rezultat suvestin pastebime, kad reliacinis modelis gali bti 
vertintas kaip nedetalizuojantis, t.y. mes negauname detalesnio rezultate modelio. 
 Visai kitoki išvad galima padaryti apie transformacij  Java PSM. Rezultatai 
akivaizdžiai rodo didel modelio element generacijos laipsn. Nežirint to, kad ms pritaikytas 
Proxy šablonas gana paprastas, galima pastebti labai artimas rezultat reikšm paskelbtiems [5] 




1. Tiriamojo darbo metu sukurti: 
a. Metamodelis „Esyb – procesas“ aprašantis nuo platformos nepriklausom 
modeli (PIM) krimo kalba. 
b. Metamodelis Java programavimo kalba parašytam programiniam kodui 
modeliuoti. 
c. Metamodelis reliaciniam modeliam kurti. 
d. EMF programavimo aplinkos priemonmis sukurti vis modeli redaktoriai ir 
programavimo ssajos modeli nuskaitymui, manipuliavimui ir saugojimui XMI 
formate. 
2. Išanalizuotas PIM  PSM transformavimo procesai ir tris galimos realizavimo 
architektros. 
3. Pasirinkta ir pritaikyta transformacijos realizavimo architektra pagrsta filtr 
architektriniu šablonu, tokios architektros pranašumai: 
a. Realizacijos lankstumas pakeitimams – galima jungti papildomus ar išjungti 
naudojamus nepriklausomus filtr blokus, tokiu bdu keiiant transformacijos 
rezultat; 
b. Pritaikius filtr architektros taikymas transformacijos dekompozicijos procesas 
tampa paprastesnis; 
c. Galimos lygiagreios tokios architektros optimizuotos realizacijos, tokiu bdu 
galima padidinti transformavimo ranki našum. 
4. Sukurta eksperimentin transformacijos realizacija ir vykdytos skmingos bandomosios 
transformacijos. 
5. Bandym metu vertinti kiekybiniai kriterijai parod, kad taikant net paprasiausi Proxy 
šablon transformacijos metu sugeneruoto modelio dalis yra vidutiniškai 85,71%. 
6. Pastebta, kad gauta generuojamo modelio dalis savo reikšme labai artima kodo 
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9 TERMIN IR SANTRUMP ŽODYNAS 
15 lent. -- Terminai 
Lietuviškai Angliškai Paaiškinimas 
Abstrakcija Abstraction Esybs ar proceso aprašymas atmetant 
detales kurios nagrinjimo metu laikomos 
neesminmis. 
Detalizavimas Refinement Detalizavimas – tai detalesnis sistemos 
aprašymas kuris vienareikšmiškai atitinka 
abstraktesn sistemos aprašym. 
Infrastruktra Infrastructure Infrastruktra (taip pat vadinama 
skaiiavimo (computing) infrastruktra) yra 
programins ar aparatins sistemos dalys 
kurios laikomos duotomis taikomosios 
programos realizavimo metu. 
Modelis Model Modelis yra sistemos dalies (funkcijos, 
struktros ir/arba elgesio) atvaizdavimas 
kokioje nors sintaksiškai formalioje kalboje 






PIM pateikia formali sistemos struktros 
ir funkcij specifikacij abstrahuot nuo 






CIM yra sistemos atvaizdavimas iš nuo 
skaiiavim nepriklausomo požirio. CIM 
neparodo programos struktros detali. 




Object Oriented Software Programin ranga sukurta pagal objektinio 
programavimo principus naudojant 
pasirinkt objektinio programavimo kalb. 
Platforma Platform Platforma yra programin infrastruktra 
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realizuota tam tikra technologija (pvz.: 
Unix platforma, CORBA platforma, 




Platform specific models 
(PSM) 
PSM yra išreikštas tikslins platformos 
modelio terminais ir pateikia formali 
sistemos specifikacij tam tikroje tikslinje 
platformoje. 
Požirio taškas Viewpoint Susitarim (convention) specifikacija 
apibržianti požiri konstravim ir 
naudojim. 
Požiris View Visos sistemos reprezentacija iš susijusi 
interes perspektyvos. Kiekvienas 
atvaizdas papildo sistemos aprašym tam 
tikros perspektyvos požiriu. 
Projekcija Mapping Taisykli ir metod aib naudojama 
modelio modifikavimui norint gauti kit 
model. Sukuriant modeli projekcijas  
tam tikras platformas vliau galima atlikti 
automatin ar rankin modelio 
transformavim  tikslin platform. 
Vykdymo aplinka Execution environment Vykdymo aplinka priklauso nuo 
programins ir aparatins infrastruktros ir 
yra realizuota vienos ar keli platform. 
 
16 lent. -- Santrumpos 
Santrumpa Pilnas pavadinimas Paaiškinimas/Vertimas 
IT Informacins technologijos - 
IS Informacin sistema - 
CIM Computationally independent 
Model 
Nuo skaiiavim nepriklausomas modelis. 
CWM Common Warehouse Duomen saugykl metamodelio standartas. 
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Metamodel 
DTD Document Type Definition Kalba naudojama dokumento struktrai 
apibržti. 
EJB2.0 Enterprise Java Beans 2.0 J2EE paskirstyt komponent architektra 
sukurta kompanijos Sun Microsystems Inc. 
J2EE Java 2 Enterprise Edition Java 2 verslo sistem programavimo platforma. 
M0 Metalevel-0 (Runtime) 0-is metalygis – atitinka konkret taikomosios 
programos vykdym. 
M1 Metalevel-1 (Application 
Model) 
1-as metalygis – atitinka konkreios programos 
model (pvz.: objektins programos specifikacija 
UML, IDL interfeis aprašai, Java programos 
tekstas). 
M2 Metalevel-2 (Application 
Metamodel) 
2-as metalygis – atitinka programos modelio 
gramatik. 
M3 Metalevel-3 (Application 
Meta-Metamodel) 
3-ias metalygis – atitinka gramatik leidžiani 
apibržti naujas modeliavimo ir gramatik 
apibržimo gramatikas (pvz.: MOF –gali 
apibržti save ir kitas modeliavimo kalbas kaip 
UML). 
MDA Model Driven Architecture Modeliais pagrsta architektra. 
MOF Meta-Object Facility Metaobjekt infrastruktra – metamodeliavimo 
ir metaduomen saugykl standartas.  
MT Model Transformation Modeli transformacija MDA architektros 
kontekste. 
OCL Object Constraint Language OMG objekt apribojim specifikavimo kalba. 
Šiuo metu krimo stadijoje. 
OMG Object Management Group Kompanijos pavadinimas kuri sukr UML, 
MOF, CWM, XMI, CORBA ir daugybe kit 
specifikacij. 
PIM Platform Independent Model Nuo platformos nepriklausomas modelis. 
PSM Platform Specific Model Platformai specifinis modelis. 
UML Unified Modeling Language Universali, OMG konsorciumo sukurta, 
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modeliavimo kalba skirta aprašyti bei 
specifikuoti objektins programins rangos 
sudtiniams elementams ir sistemoms. 
XMI XML Metadata Interchange OMG metaduomen apsikeitimo standartas 
pagrstas XML dokumentais. 
XML Extensible Markup Language W3C konsorciumo standartas, išpleiama kalba, 
naudojama duomen struktros sužymjimui, 





10.1 Esyb-Procesas metamodelio aprašymas Ecore, XMI 2.0 formate 
<?xml version="1.0" encoding="UTF-8"?> 
<ecore:EPackage xmi:version="2.0" 
    xmlns:xmi="http://www.omg.org/XMI" xmlns:xsi="http://www.w3.org/2001/XMLSchema-
instance" 
    xmlns:ecore="http://www.eclipse.org/emf/2002/Ecore" name="pemodel" 
    nsURI="http:///pemodel.ecore" nsPrefix="pemodel"> 
  <eClassifiers xsi:type="ecore:EClass" name="Process" eSuperTypes="#//NamedElement"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="method" lowerBound="1" 
        upperBound="-1" eType="#//Method" containment="true" 
eOpposite="#//Method/ownerProcess"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="ownerPackage" 
eType="#//Package" 
        transient="true" eOpposite="#//Package/process"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="Entity" abstract="true" 
eSuperTypes="#//DataType"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="reference" upperBound="-1" 
        eType="#//Reference" containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="SimpleProperty" 
eSuperTypes="#//Property"/> 
  <eClassifiers xsi:type="ecore:EClass" name="Reference" eSuperTypes="#//NamedElement"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="aggregation" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EBooleanObject" 
        defaultValueLiteral="false"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="byValue" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EBooleanObject" 
        defaultValueLiteral="false"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="lowerBound" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EIntegerObject" 
        defaultValueLiteral="0"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="upperBound" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EIntegerObject" 
        defaultValueLiteral="-1"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="type" lowerBound="1" 
eType="#//Entity"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="Parameter" eSuperTypes="#//NamedElement"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="ownerMethod" lowerBound="1" 
        eType="#//Method" transient="true" eOpposite="#//Method/parameter"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="type" lowerBound="1" 
eType="#//DataType"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="NamedElement" abstract="true" 
eSuperTypes="#//ModelElement"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="name" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="Method" eSuperTypes="#//NamedElement"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="ownerProcess" lowerBound="1" 
        eType="#//Process" transient="true" eOpposite="#//Process/method"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="parameter" upperBound="-1" 
        eType="#//Parameter" containment="true" eOpposite="#//Parameter/ownerMethod"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="returnType" lowerBound="1" 
        eType="#//DataType"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="Package" eSuperTypes="#//NamedElement"> 
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    <eStructuralFeatures xsi:type="ecore:EReference" name="child" upperBound="-1" 
        eType="#//Package" containment="true" eOpposite="#//Package/parent"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="parent" lowerBound="1" 
        eType="#//Package" transient="true" eOpposite="#//Package/child"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="process" upperBound="-1" 
        eType="#//Process" containment="true" eOpposite="#//Process/ownerPackage"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="domain" lowerBound="1" 
        eType="#//Domain" transient="true" eOpposite="#//Domain/package"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="dataType" upperBound="-1" 
        eType="#//DataType" containment="true" eOpposite="#//DataType/ownerPackage"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="DataType" abstract="true" 
eSuperTypes="#//NamedElement"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="ownerPackage" lowerBound="1" 
        eType="#//Package" transient="true" eOpposite="#//Package/dataType"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="PrimitiveType" eSuperTypes="#//DataType"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="domain" lowerBound="1" 
        eType="#//Domain" transient="true" eOpposite="#//Domain/dataType"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="Identifier" 
eSuperTypes="#//ModelElement"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="member" lowerBound="1" 
        upperBound="-1" eType="#//PersistentProperty"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="PersistentEntity" 
eSuperTypes="#//Entity"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="identifier" lowerBound="1" 
        eType="#//Identifier" containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="persistentProperty" 
lowerBound="1" 
        upperBound="-1" eType="#//PersistentProperty" containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="parent" 
eType="#//PersistentEntity"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="simpleProperty" 
upperBound="-1" 
        eType="#//SimpleProperty" containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="PersistentProperty" 
eSuperTypes="#//Property"/> 
  <eClassifiers xsi:type="ecore:EClass" name="Property" abstract="true" 
eSuperTypes="#//NamedElement"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="type" lowerBound="1" 
eType="#//PrimitiveType"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="ModelElement" abstract="true"/> 
  <eClassifiers xsi:type="ecore:EClass" name="SimpleEntity" eSuperTypes="#//Entity"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="property" upperBound="-1" 
        eType="#//SimpleProperty" containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="parent" 
eType="#//SimpleEntity"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="List" eSuperTypes="#//DataType"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="type" lowerBound="1" 
eType="#//DataType"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="Domain" eSuperTypes="#//NamedElement"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="dataType" upperBound="-1" 
        eType="#//PrimitiveType" containment="true" 
eOpposite="#//PrimitiveType/domain"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="package" upperBound="-1" 
        eType="#//Package" containment="true" eOpposite="#//Package/domain"/> 
  </eClassifiers> 
</ecore:EPackage> 
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10.2 Reliacinio metamodelio aprašymas Ecore, XMI 2.0 formate 
<?xml version="1.0" encoding="UTF-8"?> 
<ecore:EPackage xmi:version="2.0" 
    xmlns:xmi="http://www.omg.org/XMI" xmlns:xsi="http://www.w3.org/2001/XMLSchema-
instance" 
    xmlns:ecore="http://www.eclipse.org/emf/2002/Ecore" name="sqlmodel" 
    nsURI="http:///sqlmodel.ecore" nsPrefix="sqlmodel"> 
  <eClassifiers xsi:type="ecore:EClass" name="SqlDataType" 
eSuperTypes="#//DatabaseElement"/> 
  <eClassifiers xsi:type="ecore:EClass" name="Table" eSuperTypes="#//DatabaseElement"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="column" lowerBound="1" 
        upperBound="-1" eType="#//Column" containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="primaryKey" lowerBound="1" 
        eType="#//Key"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="foreignKey" upperBound="-1" 
        eType="#//ForeignKey" containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="candidateKey" lowerBound="1" 
        upperBound="-1" eType="#//Key" containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="Column" eSuperTypes="#//TableElement"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="allowNull" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EBooleanObject" 
        defaultValueLiteral="true"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="size" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EIntegerObject"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="type" lowerBound="1" 
eType="#//SqlDataType"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="Key" eSuperTypes="#//SqlNamedElement 
#//TableElement"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="column" lowerBound="1" 
        upperBound="-1" eType="#//Column"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="ForeignKey" 
eSuperTypes="#//SqlNamedElement #//TableElement"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="referencedKey" 
lowerBound="1" 
        eType="#//Key"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="foreignRef" lowerBound="1" 
        upperBound="-1" eType="#//ForeignReference" containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="SqlNamedElement" abstract="true"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="name" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="Database" 
eSuperTypes="#//SqlNamedElement"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="ownedElements" upperBound="-
1" 
        eType="#//DatabaseElement" containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="DatabaseElement" abstract="true" 
eSuperTypes="#//SqlNamedElement"/> 
  <eClassifiers xsi:type="ecore:EClass" name="TableElement" abstract="true" 
eSuperTypes="#//SqlNamedElement"/> 
  <eClassifiers xsi:type="ecore:EClass" name="ForeignReference"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="local" lowerBound="1" 
eType="#//Column"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="foreign" lowerBound="1" 
        eType="#//Column"/> 
  </eClassifiers> 
</ecore:EPackage> 
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10.3 Java metamodelio aprašymas Ecore, XMI 2.0 formate 
<?xml version="1.0" encoding="UTF-8"?> 
<ecore:EPackage xmi:version="2.0" 
    xmlns:xmi="http://www.omg.org/XMI" xmlns:xsi="http://www.w3.org/2001/XMLSchema-
instance" 
    xmlns:ecore="http://www.eclipse.org/emf/2002/Ecore" name="javamodel" 
    nsURI="http:///javamodel.ecore" nsPrefix="javamodel"> 
  <eClassifiers xsi:type="ecore:EClass" name="JavaPackage" 
eSuperTypes="#//JavaModelElement"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="types" upperBound="-1" 
        eType="#//JavaClass" containment="true" eOpposite="#//JavaClass/package"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="subpackage" upperBound="-1" 
        eType="#//JavaPackage" containment="true" eOpposite="#//JavaPackage/package"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="package" lowerBound="1" 
        eType="#//JavaPackage" transient="true" eOpposite="#//JavaPackage/subpackage"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="JavaModelElement" abstract="true"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="name" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="JavaMember" abstract="true" 
eSuperTypes="#//JavaModelElement"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="static" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EBooleanObject"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="visibility" 
eType="#//JavaVisibility"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="containingType" 
eType="#//JavaClass" 
        transient="true" eOpposite="#//JavaClass/member"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="JavaParameter" 
eSuperTypes="#//JavaModelElement"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="final" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EBooleanObject"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="type" lowerBound="1" 
eType="#//JavaClass"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="method" lowerBound="1" 
        eType="#//JavaMethod" transient="true" eOpposite="#//JavaMethod/parameter"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="JavaClass" eSuperTypes="#//JavaMember"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="abstract" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EBooleanObject" 
        defaultValueLiteral="false"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="final" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EBooleanObject" 
        defaultValueLiteral="false"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="interface" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EBooleanObject" 
        defaultValueLiteral="false"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="generate" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EBooleanObject" 
        defaultValueLiteral="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="package" lowerBound="1" 
        eType="#//JavaPackage" transient="true" eOpposite="#//JavaPackage/types"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="superType" upperBound="-1" 
        eType="#//JavaClass"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="member" upperBound="-1" 
        eType="#//JavaMember" containment="true" 
eOpposite="#//JavaMember/containingType"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="method" upperBound="-1" 
        eType="#//JavaMethod"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="field" upperBound="-1" 
        eType="#//JavaField"/> 
  </eClassifiers> 
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  <eClassifiers xsi:type="ecore:EClass" name="JavaField" eSuperTypes="#//JavaMember"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="final" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EBooleanObject" 
        defaultValueLiteral="false"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="transient" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EBooleanObject" 
        defaultValueLiteral="false"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="volatile" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EBooleanObject" 
        defaultValueLiteral="false"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="initializer" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EString" 
        defaultValueLiteral="false"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="type" lowerBound="1" 
eType="#//JavaClass"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="JavaMethod" eSuperTypes="#//JavaMember"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="abstract" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EBooleanObject"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="final" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EBooleanObject"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="native" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EBooleanObject"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="synchronized" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EBooleanObject"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="constructor" 
eType="ecore:EDataType http://www.eclipse.org/emf/2002/Ecore#//EBooleanObject"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="body" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="parameter" upperBound="-1" 
        eType="#//JavaParameter" containment="true" 
eOpposite="#//JavaParameter/method"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="returnType" 
eType="#//JavaClass"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="exception" upperBound="-1" 
        eType="#//JavaClass"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EEnum" name="JavaVisibility"> 
    <eLiterals name="public"/> 
    <eLiterals name="protected" value="1"/> 
    <eLiterals name="private" value="2"/> 
    <eLiterals name="package" value="3"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="JavaInitializer" 
eSuperTypes="#//JavaMember"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="body" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="JavaApplication" 
eSuperTypes="#//JavaModelElement"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="package" upperBound="-1" 
        eType="#//JavaPackage" containment="true"/> 
  </eClassifiers> 
</ecore:EPackage> 
 
