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Abstract
This paper presents how to design and
implement a simple mass/spring system
on a general-purpose topological struc-
ture. This way, topological inquiries or
changes can be handled robustly so that
the mesh remains consistent and a manifold.
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Introduction
Among the various physically-based models for
animation, most of them need to include some
topological information that is usually partial
and dedicated to specific needs. However, in
different domains, the simulated body may un-
dergo topology changes whose consistency can-
not be fully guaranteed using a naive topologi-
cal model. Examples include fractures, fusion
and, in surgical simulation, cuttings or tearings.
These two last transformations can be handled in
two ways: (a) dissociation of volumes [1, 2] and
(b) removal of volumes [3]. A third approach
has been proposed these last years and consists
in duplicating volumes [4]. All these methods
heavily rely on adjacency relations in the mesh.
[5] showed that the simulated body should re-
main a manifold during the topological changes,
in order to avoid ill-structured elements. With-
out a topological model, guaranteeing the mani-
fold structure leads to complex and heavy treat-
ments of the mesh. Some studies have tried to
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use specific topological models [6, 7] but are re-
stricted to dimension 2.
We aim at providing physical models with a
complete and versatile topological base which
guarantees robustness, versatility and avoids ill-
structured objects. The paper is organized as fol-
lows. After describing the generic topological
model we used, we present how a mass/spring
system can be based on a topological model and,
in the following section, the topological modi-
fications we have applied. Section 4 gives our
results and we conclude.
1 Topological models
We rely on generalized maps [8], since they
are equivalent to most of other 3D topological
models [9]. They allow to represent orientable
or non-orientable quasi-manifolds. Their alge-
braic definition is homogeneous (in dimension
n) while their data structure is simple and intu-
itive to manipulate.
In the remainder of the paper, we will re-
fer to vertices, edges, faces and volumes re-
spectively as 0-cells, 1-cells, 2-cells and 3-cells.
An n-dimensional generalized map (denoted n-
g-map) is based on a unique abstract element,
called dart, that, for 3D-objects, roughly repre-
sents “a vertex on an edge of a face of a volume
of the object”. n-g-maps are defined as a set of
darts and applications αi defined on these darts
that allow to represent the various adjacency re-
lationships. Each αi aims at “sewing” the i-cell
along a (i − 1)-cell (for instance, sewing two
faces by sharing a common edge). The image
by αi is defined for every dart of the sewed en-
tity. A formal definition can be found in [8]. An
“orbit” is the set of all darts that can be reached
starting from a given dart b, using a combination
of selected involutions. An i-cell appears as the
orbit built using all involutions except αi.
The topological model only describes the
structure of the object. The geometric informa-
tion, such as the positions of the vertices, must
be added. For that purpose, it is possible to em-
bed information in the structure. An embedded
information can be attached to any i-cell. In
practice, this means that all the darts of the given
i-cell share the same information. Any type of
information can be embedded: geometric, visual
or even mechanical in our context.
2 A topology-based spring system
2.1 Embeddings
To design our model, the first task consists in
embedding the topological model with mechan-
ical information. Without loss of generality, we
suppose here that the mesh is only composed of
tetrahedra. In a tetrahedron, we embed its mass.
In an edge, we embed the rest-length of the cor-
responding spring, the stiffness and, if needed,
a damping value. We select the outside faces of
the object and embed into them some details re-
quired by the rendering processes, such as the
normal for instance. Finally, in a vertex, we em-
bed the mass of the node (obtained by summing
the contribution of all the surrounding tetrahe-
dra), an ambient viscosity coefficient and the po-
sition and velocity of the node. It is wise, for op-
timization purposes, to also include the sum of
all the forces applied to the node. Note that the
structure of the mechanical mesh must be quasi-
manifold and that each spring is mapped to an
edge of the mesh.
2.2 Behavior computation
Since the different mechanical properties and
state variables are embedded into the structure,
all the usual algorithms must be designed ac-
cordingly. Indeed, neither the nodes nor the
springs appear as arrays that we only have to
parse. On the contrary, each algorithm must rely
on an adapted coverage of the topological struc-
ture.
To cover all the i-cell for a given i, we basi-
cally check every dart, treat the corresponding
i-cell and mark all the darts that belong to the
same i-cell orbit. While parsing the structure,
only the unmarked darts are taken into account
before they are marked. At the end, all the darts
are marked. At this stage, a global coverage of
the structure aims at unmarking the darts.
To compute the deformation forces, we cover
all the edges of the structure. Let b a dart that
belongs to an edge orbit. We can easily get the
extremity nodes of the spring: b belongs to the
vertex orbit of one of the nodes, and α0(b) to the
other one. We can then compute the deformation
force relying on the position and velocity of the
extremity nodes and apply this force to them.
The force integration and state variables com-
putation require to cover all the vertices in a sim-
ilar way. The process is rather straightforward
for explicit integration schemes such as Euler or
Runge Kutta. However, more elaborate integra-
tion methods rely on linear algebra. For such
methods, it is recommended to associate each
vertex with an index in the state variables vec-
tor. A final walk through the structure allows
each vertex to pick up its new position and ve-
locity in the state vector.
Finally, because the collision process can be
handled in different ways, we cannot make a
complete inventory of all the possibilities. De-
pending on the chosen approach, the vertices,
the faces or the volumes must be parsed. Any-
way, the topological model always allows us to
find the concerned vertices, get their position
and velocity to compute the collision correctly
and apply the resulting forces to them.
3 Topological Operations
Among the topological changes used in surgical
simulation, let us consider the volume separa-
tion, namely “face split” first. Using g-maps,
this operation only corresponds to the α3-unsew
operation between the two volumes and is really
straightforward: The algorithm walks through
the darts of the face (exploring α0 and α1 links),
and discards the α3 links. During this process,
the cancellation of α3 may induce vertex and/or
edge split, as shown in figure 1 in the 2D case.
This can be easily detected, since in this case,
Figure 1: Mechanical adaptation after the split-
ting of a vertex and an edge.
two unsewed darts no longer belong to the same
vertex/edge orbit. This is checked when the face
split is over.
When a vertex is split, we must prevent the
two resulting vertices from sharing the same
embedding. We therefore duplicate the posi-
tion and velocity but have to compute the new
masses. The mass of a vertex is obtained by
summing up the mass contribution of all the ad-
jacent tetrahedra (for the sake of simplicity, we
suppose that a tetrahedron provides each of its
vertex with 1/4 of its mass). This way, we en-
sure that the sum of the masses of the two ver-
tices is always the mass of the original split ver-
tex. We then consider that the ambient viscos-
ity is proportional to the computed mass. Note
that if the vertices have an index toward a state
vector, we have to supply one of the appearing
vertices with a new index (the other vertex keeps
the index of the split vertex).
The edge split process is rather similar. If
two unlinked darts no longer belong to the same
edge orbit, an edge split has occurred. We then
consider all the adjacent tetrahedra of the two
resulting edges and sum up all their contribution
to obtain the resulting stiffness. This way, the
sum of the stiffness of the two edges is the same
as the stiffness of the initial split edge, as stated
by the Kirchhoff law applied to parallel combi-
nation of springs.
The other operation we have considered is
volume deletion. A straightforward but naive
approach consists in erasing all the darts of the
volume. However, it can be quite hazardous to
control embeddings correctly using such an ap-
proach. When a dart is deleted, all its embed-
dings are dispatched on other darts belonging to
the initial i-cell of the dart. However, as seen
(a) (b)
Figure 2: Tetrahedron removals and face splits.
previously, the mechanical embeddings should
be adapted according to the destruction, a task
that becomes tricky because of the loss of infor-
mation implied by the deletion of the darts. It
is more convenient to isolate the volume first,
by iterating on all its faces and applying the
previously-defined face split. Such a technique
guarantees to share masses, stiffnesses and so
on where needed. When the volume is isolated,
all its darts and corresponding embeddings can
be deleted. Note that the unsewed faces of the
tetrahedra surrounding the removed tetrahedron
become 3-free and must be taken into account
in the rendering step (since they belong to the
boundary of the object).
4 Results
In our implementation, we have used the
MOKA library (freely available at http://moka-
modeller.sourceforge.net) to handle g-maps.
The mechanics and the interaction tools are
handled within a home-made dynamic simula-
tor [10], using penalty methods between the
tetrahedra to handle collision. The figure 2
shows result of an object (a liver) after several
tetrahedron removals. Using a dual core 2.8GHz
processor, we need 8 ms to compute an evolu-
tion step of a deformable body including 564
nodes, 2850 springs and 1856 tetrahedra (using
Runge Kutta 4).
Note that various optimizations are required.
Marking only a subset of the darts while walking
through the structure should be avoided since
this subset has to be covered once more to erase
the marks. We have used a property of the
MOKA library which consists in embedding in-
formation of an orbit only in a single dart of the
orbit and provide the other darts with shortcuts
to this information. Thus, to cover all i-cells,
it is sufficient to check all the darts and only
consider the ones that include the i-cells embed-
ding. This way, no marker is required, and most
implemented walks through the structure have a
linear complexity w.r.t. the number of darts. We
also include all the node embeddings in a list
to speed up the loops that use these information
without requiring any adjacency relationships.
We have compared the computation time of
our model to the one of a mass/spring model
only based on indexed structures (with no topol-
ogy change). The indexed mass/spring body
needs 2ms for a time step. In other words, our
topologically-based model is four times as slow
as the indexed model. This is mainly due to
the number of darts that need to be covered at
each step of the algorithm, in our example 44544
darts (each tetrahedron requires 24 darts).
Conclusion and Future work
In this paper, we have presented how to base
a mass/spring system on a generalized-map
model. The computation of neighborhood prop-
erties is simplified as well as the design of oper-
ations. We have also shown how to compute the
new embeddings when some topological change
is applied. We find that our model is four times
as slow as a naive indexed approach. It is how-
ever possible to get better results. In particu-
lar, a straightforward implementation of g-maps
heavily relies on pointers and leads to a frag-
mentation of the memory that an optimized im-
plementation would avoid. In the future, we also
intend to implement topology inquiries (check-
ing the connexity of the model) and more com-
plex operations.
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