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Tämän tutkielman käytännön osuutena oli ohjelmoida matkapuhelinsovellus, jonka
avulla voidaan ohjata robottiautoa Bluetooth-linkin välityksellä. Kauko-ohjaimena käy-
tettävän matkapuhelimen sovellus ohjelmoitiin Java ME (Micro Edition) -ohjelmistolla.
Robottiauton ohjaussovellus tehtiin National Instrumentsin kehittämällä LabVIEW-
ohjelmistolla (Laboratory Virtual Instrument Engineering Workbench). Robottiautoa
ohjaava sovellus asennettiin PDA-laitteeseen (Personal Digital Assistant), joka on liitet-
ty robottiautoon. Ideana tässä tutkielmassa on tutkia robottiauton ohjaamista matkapu-
helimen avulla. Kauko-ohjaimessa pitää olla Bluetooth ja lisäksi sen tulee olla Java-
yhteensopiva.
Järjestelmän toiminnot ohjelmoitiin LabVIEW:llä ja Javalla. Robottiauton ja kaukosää-
timen sovellusten ohjelmointikielten versiot on suunniteltu erityisesti käytettäväksi su-
lautettujen järjestelmien ohjelmoimista varten. Työssä käytetyt ohjelmointikielet ovat
alustariippumattomia. Javassa tämä ominaisuus on toteutettu virtuaalikoneen avulla:
ohjelmaa suoritetaan sen sisällä. LabVIEW:ssä alustariippumattomuus on toteutettu
erillisen ohjelmakoodin tulkitsijan avulla, jonka on kehittänyt National Instruments.
Tätä työtä varten LabVIEW:iin on asennettu PDA-laajennus. Sen avulla ohjelmakoodi
käännetään PDA-laitteen hyväksymäksi konekieliseksi tiedostoksi. Silloin PDA-laite ei
tarvitse mitään erillistä tulkkia. Java-ohjelmointikielestä on valittu sulautettujen järjes-
telmien ohjelmistojen kehittämiseen tarkoitettu versio.
Bluetooth on lyhyen kantaman langattoman tiedonsiirron standardi. Lisäksi sen avulla
voidaan välittää myös ääntä ja videota. Vuonna 2002 Bluetooth-tekniikasta tuli IEEE:n
(Institute of Electrical and Electronics Engineers) hyväksymä virallinen standardi. En-
simmäinen Bluetooth-spesifikaatio, Bluetooth 1.0A, julkaistiin vuonna 1999 ja Blue-
tooth-spesifikaatioita kehittävä järjestö, Bluetooth SIG (Bluetooth Special Interest
Group), perustettiin vuonna 1998. Java ME -ohjelmistosta on oltava käytössä vähintään
versio 2.2 ja LabVIEW:stä versio 7.1 Bluetooth-yhteensopivuuden takaamiseksi. Lab-
VIEW tarvitsee laajennuksena lisäksi PDA-moduulin. Sen avulla PDA-laitteelle asenne-
taan tutkielmassa toteutettava robottiauton ohjaussovellus. Robottiauton ohjauskomen-
not siirretään tiedonkeruukortin avulla robottiautolle. Tutkielman teoreettisessa osuu-
dessa käsitellään kauko-ohjausta, robotteja ja Bluetooth-tekniikkaa.
Esipuhe
Tämä tutkielma on tehty Kuopion yliopiston tietojenkäsittelytieteen laitokselle syksyllä
2009. Haluan osoittaa kiitokseni tutkielman ohjaajana toimineelle FT, DI Keijo Haata-





?/4-DQPSK pi/4 Rotated Differential Quaternary Phase Shift Keying
8DPSK 8 phase Differential Phase Shift Keying
ACL Asynchronous Connection-Less
AES Advanced Encryption Standard
AFH Adaptive Frequency Hopping
BD_ADDR Bluetooth Device Address
Bluetooth SIG Bluetooth Special Interest Group
BTRC Bluetooth Remote Control
CD Compact Disc
CRC Cyclic Redundancy Check
DAQ Data Acquisition
DLNA Digital Living Network Alliance
EDR Enhanced Data Rate
eSCO Extended Synchronous Connection-Oriented
FHS Frequency Hop Synchronization
FHSS Frequency Hopping Spread Spectrum
FPGA Field-Programmable Gate Array
GFSK Gaussian Frequency Shift Keying
GPRS General Packet Radio Service
GSM Global System for Mobile communications
HS High Speed
HTML Hypertext Markup Language
HTTP Hypertext Transfer Protocol
IBM International Business Machines
IEEE Institute of Electrical and Electronics Engineers
IrDA Infrared Data Association
ISM Industrial, Scientific, and Medical
JDBC Java Database Connectivity
LabVIEW Laboratory Virtual Instrument Engineering Workbench
LCD Liquid Crystal Display
LED Light Emitting Diode
MAC Medium Access Control
ME Micro Edition
MMS Multimedia Messaging Service
OSI Open Systems Interconnection
PAN Personal Area Network
PC Personal Computer
PDA Personal Digital Assistant
PHY Physical Layer
RAM Random Access Memory
ROM Read-Only Memory
SAFER+ Secure And Fast Encryption Routine +
SCARA Selective Compliance Assembly Robot Arm
SCO Synchronous Connection-Oriented
SMS Short Message Service
TCP/IP Transmission Control Protocol / Internet Protocol
TDD Time Division Duplexing
UPnP Universal Plug and Play
USB Universal Serial Bus
UWB Ultra-Wideband
WAP Wireless Application Protocol
WLAN Wireless Local Area Network
WML Wireless Markup Language
WUSB Wireless Universal Serial Bus
YaMoR Yet another Modular Robot
Sisällysluettelo
1 JOHDANTO ............................................................................................................. 8
2 KAUKO-OHJAUS .................................................................................................. 10
3 ROBOTIIKKA JA BLUETOOTH ......................................................................... 14
3.1 Yleistä robotiikasta ......................................................................................... 14
3.2 Robotin historia ............................................................................................... 15
3.3 Nykypäivän robotit ......................................................................................... 16
3.4 Yleistä Bluetooth-tekniikasta .......................................................................... 17
3.5 Bluetooth-verkkojen toiminta ......................................................................... 19
4 ROBOTTIAUTO .................................................................................................... 22
5 OHJELMA JA SEN OSAT ..................................................................................... 25
5.1 AutonOhjaus- ja AutonOhjaus2-ohjelmien rakenne ....................................... 25
5.2 AutonOhjaus- ja AutonOhjaus2-ohjelmien toiminnot sekä metodit ............... 26
5.2.1 Ohjelman käynnistys ....................................................................... 26
5.2.2 Ohjausnäppäimet autolle ................................................................. 27
5.2.3 Datan lähetys ................................................................................... 28
5.2.4 Ohjelman sulkeminen ..................................................................... 29
5.3 Automoduuli-ohjelman rakenne...................................................................... 30
5.4 Automoduuli-ohjelman toiminta ..................................................................... 33
6 POHDINTA ............................................................................................................ 35
LÄHTEET ....................................................................................................................... 39
LIITTEET:
LIITE 1: AutonOhjaus.java (4 sivua)
LIITE 2: AutonOhjausCanvas.java (4 sivua)
LIITE 3: BluetoothServer.java (8 sivua)
LIITE 4: AutonOhjaus2.java (5 sivua)
LIITE 5: AutonOhjaus2Canvas.java (6 sivua)
LIITE 6: BluetoothServer2.java (8 sivua)
81 JOHDANTO
Tässä Pro gradu -tutkielmassa käsitellään robottiauton ohjaamista Bluetooth-yhteyden
avulla. Robottiauton kauko-ohjaimen ohjelmointi tapahtuu Java ME -ohjelmiston kehi-
tystyökaluilla Java-ohjelmointikielellä. Kauko-ohjainsovellusta suoritetaan Java-
yhteensopivassa matkapuhelimessa, johon on asennettu Bluetooth. Robottiauton PDA-
laitteistoon kehitetty ohjelmisto luotiin LabVIEW:llä. Robottiauto ja PDA on yhdistetty
toisiinsa National Instrumentsin valmistamalla tiedonkeruukortilla. Robottiauton ohja-
ussovellusta suoritetaan PDA:ssa, johon on asennettu Windows Mobile -
käyttöjärjestelmä. Ohjaussovelluksen lähdekoodi pitää kääntää erikseen erilaisille käyt-
töjärjestelmäversioille. Ohjelmisto käännettiin vain yhdelle käyttöjärjestelmäversiolle
(Windows Mobile). Tämä tutkielma tehtiin kahdessa eri vaiheessa. Ensin toteutettiin
robottiauton ohjausohjelmistot. Tämän jälkeen tutustuttiin yleisesti kauko-ohjaukseen
Bluetooth-tekniikan kannalta ja yleisesti robotiikkaan sekä Bluetooth-standardiin.
Ensimmäisessä vaiheessa toteutettiin robottiauton ohjaamiseen liittyvä erikoistyöosuus.
Pääsiassa erikoistyöosuus on tämän tutkielman luku 5 ja liitteen lähdekoodit. Luvussa 5
käsitellään ohjaussovellusten toimintojen kuvausta. Toiminnot kuvataan kauko-
ohjaimesta ja robottiauton ohjaimesta. Tutkielman luku 4 perustuu Pro gradu -
tutkielman erikoistyöosuuteen ja tutkielmaan liittyvään teoreettiseen kirjallisuuskatsa-
ukseen. Luvut 2 ja 3 kirjoitettiin tutkielman toisessa vaiheessa ja myös suurin osa luvus-
ta 4.
Luvussa 2 esitellään kauko-ohjauksen uusimpia innovaatioita Bluetooth-tekniikan osal-
ta. Luvun alussa käsitellään kaukosäätimen historiaa ja kehitystä. Tämän jälkeen käsitel-
lään kauko-ohjauksen uusimpia tutkimustuloksia ja keksintöjä. Luvussa käsitellään pää-
asiassa Bluetooth-pohjaisia kauko-ohjainratkaisuja.
Luvussa 3 käsitellään robotiikkaa ja Bluetooth-tekniikkaa. Luku jakautuu kahteen eri
aihealueeseen. Luvun alussa käsitellään robotiikkaa yleisesti ja robottien kehitystä. Lu-
vun loppupuolella käsitellään yleisesti Bluetooth-tekniikkaa.
Luvussa 4 esitellään robottiauton ohjelmisto ja kehitystyökalut. Robottiauton kauko-
ohjaimen ohjelmisto on kehitetty Java-ohjelmointikielellä. Ohjelmistosta on olemassa
kaksi eri versiota robottiauton kauko-ohjaimelle. Robottiauton ohjaus tapahtuu Blue-
9tooth-linkin välityksellä. Robottiauton ohjauskomentoja vastaanottava sovellus on kehi-
tetty LabVIEW:llä. Robottiauton kaukosäädinsovellusta voidaan suorittaa Java-
yhteensopivalla matkapuhelimella, johon on asennettu Bluetooth-siru. Ohjauskomentoja
vastaanottava sovellus toimii Windowsissa (esim. Windows Mobile).
Luvussa 5 kuvataan robottiautolle kehitetyt ohjelmistot. Robottiauton kauko-ohjaimesta
on olemassa kaksi eri sovellusversiota. Robottiauton PDA-laitteeseen on kehitetty vain
yksi sovellusversio. Kauko-ohjaimessa toimiva ohjelmisto sisältää kolme osaa: Au-
tonOhjaus-, AutonOhjausCanvas- ja BluetoothServer-luokat. Robottiauton PDA-
laitteessa toimii automoduuliohjelma.
Luvussa 6 pohditaan Bluetooth-tekniikan ja robotiikan tulevaisuutta. Tässä luvussa kä-
sitellään lyhyesti uutta Bluetooth 3.0 -spesifikaatiota sekä Bluetooth-tekniikan kilpaili-
joita, joita ovat IrDA (Infrared Data Association), WLAN (Wireless Local Area Net-
work), ZigBee ja WUSB (Wireless Universal Serial Bus). Lopuksi pohditaan robottiau-
ton ohjelmiston jatkokehitysmahdollisuuksia. Ohjelmisto on sidottu vain yhteen puhe-
limeen ja ohjauskomentoja on mahdollista hyvinkin helposti salakuunnella, koska Blue-
tooth-tekniikan salausta ei vaadita missään vaiheessa päälle kytkettäväksi.
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2 KAUKO-OHJAUS
Tässä luvussa esitellään lyhyesti kauko-ohjaimen historiaa, jonka jälkeen esitellään
muutamia langattomien kauko-ohjausjärjestelmien toteuttamiseen liittyviä tutkimustu-
loksia ja -projekteja. Luvussa käsitellään pääasiassa Bluetooth-pohjaisia kauko-
ohjainratkaisuja.
Ensimmäiset kauko-ohjaimet kehitettiin 1950-luvulla. Aluksi ne käyttivät yhteydenpi-
toon langallista yhteyttä. Melko pian kehitettiin langaton kaukosäädin, koska langalli-
nen säädin on epäkäytännöllinen. Ensimmäiset langattomat säätimet perustuivat näky-
vään valoon, mutta laitteilla oli ongelmia erottaa ohjaimelta tuleva valo ja ympäristön
valo. Lisäksi säädin pitää suunnata tarkasti kohti vastaanotinta.
Seuraavaksi kokeiltiin ultraääntä, mutta se oli herkkä ulkoisille häiriöille kuten valokin.
Nykyään useimpien kaukosäätimien toiminta perustuu infrapunavaloon. Puolijohdetek-
nologian kehittyminen 1980-luvulla mahdollisti infrapunavalon käytön. Langaton kau-
kosäädin voidaan nykyisin toteuttaa myös radiotekniikan (esim. Bluetooth) avulla. Täl-
lainen ohjain on saatavana Sonyn Playstation 3:n lisävarusteena. [Son08, Wik08]
Feldbusch, Ivanov, Obendahl ja Paar ovat tutkineet yleiskaukosäätimen toteuttamista
Bluetooth-tekniikan päälle rakennetulla BTRC-protokollalla (Bluetooth Remote Cont-
rol) [FIO03]. Ohjain voi olla esimerkiksi PDA-laite, matkapuhelin tai tietokone ja ta-
voitteena on järjestelmä, jossa ohjattavat laitteet ilmaisevat itsensä ohjaimelle, joka sit-
ten muodostaa listan näytölle havaituista laitteista ja tuetuista komennoista parametrei-
neen. Ohjaimen BTRC-protokolla toimii sovellustasolla, jolloin järjestelmä on helposti
laajennettavissa esimerkiksi Internetin yli tapahtuvaan ohjaukseen. Järjestelmän ohjaus-
komennot ovat esimerkiksi muotoa "btrc://cd-player?cmd=cd-play-track&track=01".
Tämä komento käynnistää CD-soittimessa (Compact Disc) CD-levyn ensimmäisen
kappaleen toistamisen. Vanhojen laitteiden liittäminen järjestelmään tapahtuu erillisen
infrapunaohjaimen avulla, joka muuntaa BTRC-järjestelmän komennot infrapunamuo-
toon. Ohjainta on testattu tietokoneella tehdyissä simulaatioissa.
Ito, Kanazawa, Kanma ja Wakabayashi ovat tutkineet matkapuhelimeen liitettävän
Bluetooth-sovittimen käyttöä kodinkoneiden ohjaukseen, vianmääritykseen ja ohjelmis-
topäivityksiin [IKK03]. Kaikkiin ohjattaviin laitteisiin on asennettu erillinen Bluetooth-
11
sovitin, jossa on 20 MHz:n 16-bittinen suoritin muisteineen. Puhelimessa on myös si-
säänrakennettu sovitin, jota onkin jatkossa tarkoitus hyödyntää. Puhelimen ja ohjattavan
laitteen välinen tiedonsiirto tapahtuu Bluetooth-tekniikan virtuaalisen sarjaportin avulla
eli käytetään sarjaporttiprofiilia. Puhelimeen on asennettu neljä Java-kielellä ohjelmoi-
tua sovellusta. Nämä sovellukset ovat ohjaus-, vianmääritys- ja ohjelmistopäivityssovel-
luksia sekä laitteeseen ladattava sähköinen ohjekirja. Ohjaussovelluksen avulla ohjataan
laitetta matkapuhelimen välityksellä. Ohjauskomennot lähetetään kodinkoneelle matka-
puhelimen sovittimen avulla. Ohjelmistopäivityssovelluksessa käyttäjä voi ladata uuden
ohjelmistopäivityksen Internetistä laitteen muistiin. Vianmäärityssovellus vastaanottaa
laitteen lähettämiä virhekoodeja. Analysoituaan virhekoodeja, se esittää näytöllä ehdo-
tuksia vikojen korjaamiseksi. Sähköinen ohjekirja lataa Internetistä puhelimeen laitteen
käyttöohjeen. Ohjekirja esitetään puhelimen näytöllä. Tutkimuksen ohjauskohteina oli-
vat ilmastointilaite ja pesukone. Tutkimuksen perusteella matkapuhelimen todettiin so-
veltuvan kotitalouslaitteiden kauko-ohjaimeksi.
Yang ja Cheng ovat tutkineet mahdollisuutta toteuttaa yleiskaukosäädin, joka toimisi
itsenäisesti ilman erillistä konfigurointia [ChY02, ChY04]. Ohjattavat laitteet lähettävät
yksilöllisen tunnisteen tietyin väliajoin ja kaukosäädin poimii tunnisteen. Poimittuaan
tunnisteen, kaukosäädin pyytää ohjattavaa laitetta lähettämään tarvittavat tiedot ohjausta
varten. Kun tiedot on vastaanotettu, ohjain muodostaa kosketusnäytöllensä ohjaukseen
tarvittavan käyttöliittymän. Kaukosäädin on toteutettu laiteriippumattomalla Java-
ohjelmointikielellä. Bluetooth- ja IrDA-tekniikoita käyttävä prototyyppi on todettu toi-
mivaksi. Vielä on ratkaisematta toiminta tilanteessa, jossa kaukosäädin havaitsee use-
ampia ohjattavia laitteita samanaikaisesti.
Bai, Lien ja Lin ovat tutkineet pistorasioiden kauko-ohjausta [BLL07]. Heidän järjes-
telmässään pistorasioihin on liitetty releet, joita ohjataan langattomasti Bluetooth- tai
GSM-yhteyden (Global System for Mobile communications) avulla tai langallisesti
käyttäen Ethernetiä. Pistorasioissa on Hall-ilmiöön perustuva virranmittausjärjestelmä.
Laitteiden ohjaus ja tilan tarkistaminen on mahdollista Internetin kautta, PDA-laitteella
tai tekstiviestillä.
Doi, Esaka, Hirahara, Ouchi ja Tamura ovat kehittäneet "taikasauvan", joka toimii kau-
kosäätimenä [DEH05]. Se sisältää kaksi kolmiulotteista kiihtyvyysanturia, joiden perus-
teella valitaan ohjattava laite ja sopivat ohjauskomennot. Laitteen valinta tapahtuu osoit-
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tamalla haluttua laitetta ja ohjaustoiminnot toteutetaan erilaisilla sauvan heilautuksilla.
Toiminnot välitetään laitteelle Bluetooth-yhteyttä käyttäen. Ennen käyttöä sauvalle täy-
tyy määritellä laitteiden sijainnit. Sauvassa on kahdeksan kaksiväristä LED:iä (Light
Emitting Diode), jotka antavat palautetta sauvan toiminnasta. Projektin tarkoituksena oli
päästä eroon moninäppäimisistä kauko-ohjaimista.
Bien, Do, Jang, Jung J. ja Jung S.H. ovat tutkineet laitteiden ohjausta käsien liikkeillä
laitteeseen koskematta ja ilman kaukosäädintä [BDJ05]. Järjestelmä kuvaa käyttäjän
käsien liikkeitä kolmeen kattoon sijoitetun videokameran avulla. Havaitut liikkeet tulki-
taan erillisellä tietokoneella ja lähetetään palvelimelle TCP/IP-verkkoa (Transmission
Control Protocol / Internet Protocol) käyttäen. Palvelin ohjaa muita laitteita infra-
punayhteyden avulla. Järjestelmä tunnistaa 80.7-95.7 %:ia kädenliikkeistä oikein. Sitä
on testattu television, verhojen ja valojen ohjaukseen. Käyttäjää suositellaan pukeutu-
maan pitkähihaiseen paitaan tunnistuksen puutteiden takia.
Muita tapoja kauko-ohjauksen toteuttamiseksi kuin Bluetooth on Chatelainin, Makayan
ja Snymanin mielestä GSM- sekä GPRS-verkossa (General Packet Radio Service) lähe-
tettävät SMS- (Short Message Service) ja MMS-viestit (Multimedia Messaging Service)
[CMS04]. Heidän robottinsa on metrin korkea ja siinä on sisäänrakennettu kamera sekä
LCD-näyttö (Liquid Crystal Display) kuvien esittämistä varten. Robotissa on neljä pyö-
rää, joista kaksi ohjaa sitä. Robotti on jatkuvasti yhteydessä verkkoon. Laitetta ohjataan
SMS-viesteillä, jotka lähetetään GPRS-datana. Laitteen kameralla voidaan ottaa kuvia,
jotka tallennetaan robotin muistiin. Kuvat voidaan pyydettäessä lähettää matkapuheli-
meen. Tarkoituksena on osoittaa laitteen etäohjauksen olevan mahdollista kaukana oh-
jattavasta laitteesta.
Hartwig, Resch ja Strömann ovat tutkineet mahdollisuutta käyttää matkapuhelimen
WAP-selainta (Wireless Application Protocol) kauko-ohjaimena Bluetooth-yhteyden yli
[HRS02]. Ohjattavan laitteen palvelin on asennettu 8-bittiselle mikrokontrollerille, jossa
on 4-5 kilotavua RAM-muistia (Random Access Memory) ja 35-40 kilotavua Flash-
tyyppistä ROM-muistia (Read-Only Memory). Ohjaamiseen käytettävä WAP-
protokolla on suunniteltu HTTP-protokollan (Hypertext Transfer Protocol) päälle. Sitä
hyödynnetään erityisesti matkapuhelimella käytettävissä palveluissa. Palvelimelle on
asennuttu WML-sivusto (Wireless Markup Language), joka on HTML:n (Hypertext
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Markup Language) kaltainen, mutta matkapuhelimille suunniteltu. Matkapuhelimella on
onnistuneesti ohjattu sivuston avulla leikkinostokurkea.
14
3 ROBOTIIKKA JA BLUETOOTH
Tämä luku koostuu kahdesta eri aihealueesta: ensin käsitellään robotiikkaa (luvut 3.1-
3.3) ja sitten on vuorossa Bluetooth-tekniikan käsittely (luvut 3.4-3.5). Luku 3.1 käsitte-
lee robotiikkaa yleisesti. Luku 3.2 käsittelee robottien historiaa. Luku 3.3 käsittelee ny-
kypäivän robotteja, joita ohjataan Bluetooth-yhteyden avulla. Näitä robotteja voidaan
ohjata PC:n (Personal Computer) avulla. Osa roboteista on rakennettu PC-tietokoneen
ympärille. Tämän jälkeen alkaa toisen aihealueen käsittely. Luku 3.4 käsittelee Blue-
tooth-tekniikkaa yleisesti. Luku 3.5 puolestaan kuvaa Bluetooth-tekniikan tarkemmin.
3.1 Yleistä robotiikasta
Robotiikka on oppi robottien suunnittelemisesta, rakentamisesta ja käytöstä. Kansainvä-
lisen robottiyhdistyksen määritelmän mukaan robotti on uudelleenohjelmoitavissa oleva
monipuolinen vähintään kolminivelinen mekaaninen laite, joka on suunniteltu liikutta-
maan kappaleita, osia, työkaluja tai erikoislaitteita ohjelmoitavin liikkein monenlaisten
tehtävien suorittamiseksi teollisuuden sovelluksissa. Oleellista roboteissa on uudelleen-
ohjelmoitavuus ja ohjausteknisesti oleellista on servo-ohjaus sekä nivelten asema-
anturit. Robotteja, jotka kykenevät vain yksinkertaisiin tehtäviin, kutsutaan manipulaat-
toreiksi. Yleisimpiä robottityyppejä ovat suorakulmaiset robotit, SCARA-robotit (Selec-
tive Compliance Assembly Robot Arm), kiertyväniveliset robotit ja sylinterirobotit.
[AHH99]
Servo on jatkuvalla takaisinkytkennällä (tavallisimmin paikkatakaisinkytkennällä) va-
rustettu laite. Servo-ohjain ohjaa servomoottoria paikkamittaustietojen perusteella halut-
tuun asentoon. Servon ohjausjärjestelmä tehoasteineen pitää nivelet halutussa nimelli-
sessä liikkeessä tai ohjaa ne niiden haluttuihin nivelkombinaatioihin. Liikenopeudet
riippuvat yleensä kunkin nivelen paikka- tai nopeusvirheestä. Robotin jokaisella vapa-
usasteella on oma anturinsa robotin servoja ohjaamaan. Vapausaste on mekanismin lii-
kemahdollisuuksien lukumäärä. [AHH99, SaT84]
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Isaac Asimov kirjoitti paljon roboteista ja käytti ensimmäisen kerran robotiikka-termiä.
Lisäksi hän määritteli kuuluisat robotiikan lait [Asi79]:
1) Robotti ei saa vahingoittaa ihmistä ja sen täytyy yrittää suojella ihmisiä vahin-
goittumiselta.
2) Robotin täytyy totella ihmistä, paitsi jos totteleminen sotii ensimmäistä lakia
vastaan.
3) Robotin täytyy suojella itseään, paitsi jos itsesuojelu sotii joko ensimmäistä tai
toista lakia vastaan.
Myöhemmin hän lisäsi vielä yhden lain täydentämään ja yhtenäistämään aikaisempia.
Tämä ns. ”nollas laki” kuuluu seuraavasti: robotti ei saa vahingoittaa ihmiskuntaa eikä
antaa ihmiskunnan vahingoittua. [Cla94]
3.2 Robotin historia
Sanan "robotti" on keksinyt Karel Capekin veli Josef Capek, kun Karel Capek kysyi
kirjeessään veljeltään miksi hän kutsuisi keinotekoisia työläisiä [Rit00]. Kyseinen sana
on peräisin tsekin kielen sanasta "robota", missä se tarkoittaa pakkotyöntekijää
[McP06]. Muita käytössä olevia termejä robotti-termin lisäksi ovat androidi ja kyborgi.
Androidi on ihmisen kaltaiseksi rakennettu robotti ja kyborgissa on yhdistetty mekaani-
sia sekä orgaanisia osia [Iov02].
Ensimmäisen robotin määritteleminen on hieman hankalaa johtuen eri tulkinnoista. En-
simmäiseksi nykyaikaiseksi robotiksi sanotaan usein Nikola Teslan vuonna 1898 raken-
tamaa sukellusvenettä. Toinen ehdokas ensimmäiseksi robotiksi on Pierre Jacquet-
Drozin vuonna 1770 valmistamat kolme mekaanista nukkea, joista yksi osaa kirjoittaa,
toinen soittaa musiikkia uruilla ja kolmas piirtää kuvan. [Iov02]
Ohjelmoitava teollisuusrobotti valmistettiin ensimmäisen kerran kaupalliseen käyttöön
1960-luvun alussa. Robotin valmistajana oli Unimation Yhdysvalloista. Robotti oli hyd-
raulinen ja sitä ohjelmoitaessa ajettiin vapausastekohtaisilla ohjaimilla tallettaen vapa-
usasteen asematiedot muistiin. Toistettaessa ohjelmaa, robotti lukee talletettuja asema-
tietoja ja säätää kunkin vapausasteen tavoitteeseensa. [SaT84]
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Ensimmäinen ohjelmoitava mobiili robotti, joka osasi tehdä päätöksiä, oli Shakey. Siinä
oli TV-kamera, etäisyysmittari sekä törmäyssensori. Se oli yhdistetty kahteen tietoko-
neeseen radio- ja videolinkein. [SRI06]
3.3 Nykypäivän robotit
Bardill, Costa, Couto, Gaspar, Mctrolho, Odedra, Prior, Rodrigues, Silva ja Tavares
ovat kehittäneet robotin prototyypin, jota ohjataan PDA-laitteen avulla Bluetooth-
yhteyden yli [BCC05]. Robottia ohjataan paikallisesti kämmenmikrolla, johon on asen-
nettu Palm OS -käyttöjärjestelmä. Ohjausohjelmisto, BluePalm, on kirjoitettu C++-
ohjelmointikielellä. Järjestelmään kuuluu erillinen tietokanta, johon tallennetaan histori-
allista dataa ja parametreja. Robottia voidaan ohjata myös tavallisella tietokoneella eri-
tyisen sivuston avulla. Tietokonetta tarvitaan tietokannan pyörittämiseen. Tietokanta on
toteutettu Microsoft Accessilla ja tietokantayhteys on JDBC-yhteys (Java Database
Connectivity). Järjestelmästä toteutettiin ensin simulaattori, joka on kehitetty Java-
ohjelmointikielellä.
Dittrich, Drapel, Ijspeert, Jaquier, Moeckel ja Upegui ovat tutkineet monikäyttöisiä ro-
botteja [DDI06]. He ovat nimenneet sen YaMoR-nimiseksi (Yet another Modular Ro-
bot). Laitetta ohjataan PC:llä Bluetooth-yhteyden avulla. Ohjauspiirit robotissa on toteu-
tettu FPGA-piireillä (Field-Programmable Gate Array) ja mikrokontrollereilla. Robotti
koostuu moduuleista, joita ohjaa yhden vapausasteen servomoottori. Sitä ohjataan
FPGA-piirillä ja Bluetooth-yhteydellä. Moduulin virtalähteenä toimivat litiumioniparis-
tot.
Toisenlainen tapa ohjata robotteja on käyttää isäntärobottia orjarobottien ohjaamiseen.
Abu Bakar, Amin, Choo, Fisal ja Yeong ovat kehittäneet mahdollisuuden kyseisen oh-
jaustavan hyödyntämiseen [AAC03]. Siinä PC ohjaa isäntärobottia, joka alkaa ottaa
yhteyttä orjarobotteihin. Kun yhteys orjalaitteisiin on saatu, ne voivat lähettää tietoa
esimerkiksi sijainnistaan. Niitä voidaan ohjata lähetettyjen sijaintitietojen perusteella.
Neljä robottia voidaan liittää PC-pohjaisen robotin hallintaan, mutta yhteys jokaisen




Vuonna 1998 perustettu Bluetooth SIG huolehtii Bluetooth-standardin kehityksestä.
Samana vuonna teknologiasta otettiin myös virallisesti käyttöön "Bluetooth"-nimitys.
Vuonna 2002 Bluetooth hyväksyttiin IEEE 802.15.1 -standardiksi. Nykyään jäsenyri-
tyksiä on jo yli 10000 Bluetooth SIG:ssä. Keskeisiä yrityksiä ovat Ericsson, Intel, Le-
novo (aiemmin IBM; International Business Machines), Microsoft, Motorola, Nokia ja
Toshiba [Blu08].
IEEE 802.15.1 -standardi määrittelee fyysisen kerroksen (PHY, Physical Layer) ja siir-
toyhteyskerroksen (MAC, Medium Access Control). Nämä ovat OSI-mallin (Open Sys-
tems Interconnection) kaksi alinta kerrosta. Ensimmäinen varsinainen Bluetooth-
spesifikaatio (Bluetooth 1.0A) julkaistiin vuonna 1999. Bluetooth 1.1 -spesifikaatiosta
tuli vuonna 2002 IEEE-standardi. Tällä hetkellä viimeisin Bluetooth-spesifikaatio,
Bluetooth 3.0+HS (High Speed), julkaistiin vuonna 2009. Spesifikaation ja Bluetooth-
profiilit voi ladata Internetistä ilmaiseksi ilman rekisteröitymistä. Bluetooth SIG päättää
Bluetooth-nimen ja -logon käytöstä sekä laitteiden testauksesta. [Bak05]
Bluetooth-tekniikan kehitys aloitettiin vuonna 1994 Ericssonilla. Aluksi sitä suunnitel-
tiin langattomien kuulokkeiden liittämiseksi matkapuhelimiin. Tiedonsiirtoon käytetään
matalaa radiotaajuutta, johon ei tarvitse hankkia lisenssejä missään päin maailmaa.
Bluetooth käyttää 2.4 GHz:n ISM-taajuusaluetta (Industrial, Scientific, and Medical).
Liikennöinti tapahtuu taajuushyppelyä käyttäen 79:llä eri taajuudella. Sitä vaihdetaan
1600 kertaa sekunnissa (625 ?s:n välein). Samaan verkkoon voi liittyä enintään kahdek-
san aktiivista laitetta ja verkkoa käyttää vain yksi laitepari kerrallaan. Kaikki liikennöin-
ti tapahtuu master-laitteen kautta: joko master-laite lähettää dataa slave-laitteelle tai
slave-laite lähettää dataa master-laitteelle. [AAC03]
Eräs Bluetooth-tekniikan kanssa hyvin samankaltainen teknologia on ZigBee, joka
myös toimii langattomasti PAN-verkossa (Personal Area Network). Nämä eivät ole kil-
pailevia teknologioita, koska Bluetooth on lähinnä johdot korvaava teknologia tiedon-
siirtoon tai äänen siirtoon kuulokkeisiin. Bluetooth-tekniikan ympärillä tapahtuva laite-
kehitys perustuu profiileihin, jotka on määritelty Bluetooth-spesifikaatiossa. ZigBee on
suunniteltu erilaisten antureiden arvojen välitykseen. Nämä laitteet vaativat matalan
virrankulutuksen, tiedonsiirron luotettavuuden ja lyhyen vasteajan. Bluetooth-laitteissa
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on suurehko virrankulutus, pitkät vasteajat ja nopeahko tiedonsiirto [Bak05]. Taulukos-
sa 1 esitetään enemmän Bluetooth- ja ZigBee-tekniikan eroja.
Taulukko 1. ZigBee- ja Bluetooth-tekniikan eroja. [Bak05, Sci05]
Ominaisuus: ZigBee: Bluetooth:
Kantama 1-100 m 1-100 m
Siirtonopeus 20-250 kb/s 24 Mb/s
Vasteajat:
verkkoon liittyminen 30 ms 2 s
Käyttöaika paristolla vuosia viikkoja
Taajuusalue 868/902-928 MHz, 2.4 GHz 2.4 GHz








Koodin monimutkaisuus yksinkertainen monimutkainen
Verkkotopologia ad-hoc, tähti, mesh ad-hoc piconet





Joustavuus erittäin hyvä keskitasoa,
riippuu profiilista
Protokollapinon koko 28 kilotavua 250 kilotavua
Taulukossa 1 mainituista taajuusalueista vain 2.4 GHz:n alue on käytössä kaikkialla
maailmassa. EDR (Enhanced Data Rate), joka esiteltiin Bluetooth 2.0+EDR -version
yhteydessä, mahdollistaa datanopeudet 3 Mb/s:ään asti. HS, joka esiteltiin Bluetooth
3.0+HS -version yhteydessä, mahdollistaa puolestaan 24 Mb/s:n datanopeudet.
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3.5 Bluetooth-verkkojen toiminta
Bluetooth käyttää yleisesti käytössä olevaa 2.4 GHz:n ISM-taajuusaluetta. Liikennöin-
nissä alueella käytetään FHSS-tekniikkaa (Frequency Hopping Spread Spectrum), joka
perustuu nimensä mukaisesti taajuushyppelyyn. Taajuushyppelyssä taajuutta vaihdetaan
pseudosatunnaisen algoritmin mukaan. Hyppykoodigeneraattori ohjaa taajuussynteti-
saattoria, joka vaihtaa taajuutta 1600 tai 800 kertaa sekunnissa. Bluetooth hyödyntää
taajuuksia 2402-2483.5 MHz ja käyttää 79:ää eri kanavaa, jotka ovat 1 MHz:n päässä
toisistaan: ? ?0,...,78kMHz2402 ??? kf . Lisäksi Bluetooth-laite kuuntelee taajuusalu-
etta. Ne taajuudet, joilla esiintyy liikaa häiriöitä, voidaan poistaa käytöstä AFH-
tekniikan (Adaptive Frequency Hopping) avulla. [Blu09]
Datan lähettämiseen käytetään GFSK-modulointia (Gaussian Frequency Shift Keying).
Se on taajuusmodulointia Gaussiaanisella esisuodatuksella. Taajuusmodulaatiossa sig-
naalin loogiset tilat erotetaan toisistaan muuttamalla signaalin taajuutta. Kantoaalto ja-
kautuu kahdeksi eri taajuudeksi, joista toinen on binäärinen nolla ja toinen on binääri-
nen yksi. Binäärinen nolla on kantoaaltoa pienempi taajuus (Ft - fd) ja binäärinen yksi on
kantoaaltoa suurempi taajuus (Ft + fd) [Blu09]. Vastaanotin mittaa signaalin hajonnan ja
päättelee siitä siirrettävän bitin arvon. Kanavan signaalin on pysyttävä yhden MHz:n
sisällä. Tällä modulointimenetelmällä päästään 1 Mb/s:n siirtonopeuteen. Suurempiin
siirtonopeuksiin päästään EDR- ja HS-tekniikoilla. EDR-tekniikassa signaali moduloi-
daan joko ?/4-DQPSK:na (pi/4 Rotated Differential Quaternary Phase Shift Keying) tai
8DPSK:na (8 phase Differential Phase Shift Keying). Nämä molemmat käyttävät vai-
hemodulaatiota eli signaalin vaihetta muutetaan kahden eri vaiheen välillä. Siirtonopeus
on 2 Mb/s ?/4-DQPSK:ssa ja 3Mb/s 8DPSK:ssa. HS-tekniikan tapauksessa 24 Mb/s:n
datanopeus saavutetaan käyttämällä Bluetooth-tekniikan rinnalla WLAN-tekniikkaa
lisänopeutta tuomassa.
Bluetooth pystyy lähettämään dataa kolmella eri tavalla: ACL-linkki (Asynchronous
Connection-Less), SCO-linkki (Synchronous Connection-Oriented) ja eSCO-linkki (Ex-
tended Synchronous Connection-Oriented). ACL-linkissä datan eheys on viiveitä tärke-
ämpää. Tässä siirtomuodossa on käytössä datan uudelleenlähetys ja CRC-
virheenkorjaus (Cyclic Redundancy Check). SCO-linkissä ei ole käytössä tiedon uudel-
leenlähetystä. Tässä on tärkeintä datan viiveetön kulku laadun kustannuksella: SCO-
linkkiä käytetäänkin reaaliaikaisen kaksisuuntaisen äänen välitykseen. eSCO-linkki
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mahdollistaa CRC-virheenkorjauksen ja sillä saavutetaankin SCO-linkkiä laadukkaampi
äänenlaatu: eSCO-linkkiä käytetäänkin reaaliaikaisen äänen ja videon välitykseen.
[Blu09, Mor02]
Datan lähetysvuoro Bluetooth-verkossa on vain yhdellä verkon jäsenellä kerrallaan.
Verkon lähetysvuorot on jaettu aikaperusteisesti (TDD, Time Division Duplexing). Jo-
kainen Bluetooth-laite sisältää kellon, joka viritetään käyntiin 3.2 kHz:n kanttiaallolla.
Kellona toimii 28-bittinen laskuri, jonka arvo muuttuu 312.5 ?s:n välein. Aikavälin kes-
to on 625 ?s ja ne numeroidaan peräkkäisillä kokonaisluvuilla. Parillisella aikavälillä
master-laite lähettää slave-laitteelle ja parittomalla aikavälillä slave-laite lähettää mas-
ter-laitteelle, mutta slave-laite voi lähettää master-laitteelle vain kun sillä on master-
laitteen lupa. Broadcast-viestin jälkeen kenelläkään slave-laitteella ei ole lupaa lähettää
dataa seuraavassa aikavälissä. Datapaketti on yksi, kolme tai viisi aikaväliä pitkä. Paket-
ti lähetetään kokonaisuudessaan aina samalla hyppytaajuudella. Viimeisestä lähetykseen
käytettävästä aikavälistä 366 ?s käytetään datan siirtoon ja 259 ?s siirtymiseen seuraa-
valle hyppytaajuudelle. [Mor02]
Yhteydellä on kolme päätilaa STANDBY, CONNECTION ja PARK. Lisäksi yhteydelle
on olemassa seitsemän alitilaa PAGE, PAGE SCAN, INQUIRY, INQUIRY SCAN,
MASTER RESPONSE, SLAVE RESPONSE ja INQUIRY RESPONSE. Laite on ole-
tuksena käynnistyessään STANDBY-tilassa. Tässä tilassa Bluetooth-sirun laitteisto ja
ohjelmisto alustetaan. Tämän jälkeen on vain laitteen kello käynnissä. Tilasta siirrytään
joko PAGE- tai INQUIRY-tilaan riippuen siitä, tunnetaanko pikoverkkoon lisättävän
laitteen BD_ADDR (Bluetooth Device Address). Kuvassa 1 on yhteydenmuodostukseen
liittyvä tilakaavio. [Blu09, Mor02]
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Kuva 1. Tilakaavio yhteyden muodostamiseksi. [Blu09]
Bluetooth-sirun toimiessa master-laitteena, käytetään INQUIRY-tilaa tutkittaessa mitä
laitteita on kuuluvuusalueella. Slave-laite kuuntelee INQUIRY SCAN -tilassa IN-
QUIRY-viestejä. Varsinainen yhteyden muodostaminen suoritetaan PAGE- ja PAGE
SCAN -tilassa. Tunnettuun pikoverkkoon liityttäessä voidaan mennä suoraan PAGE- ja
PAGE SCAN -tilaan. Vastauksena havaittuihin PAGE- ja INQUIRY-tiloihin lähetetään
FHS-paketti (Frequency Hop Synchronization). Edellä kuvatun prosessin aikana käyte-
tään vain 32:ta eri kanavaa. Muuten käytetään 79:ää eri kanavaa. Näitä 32:ta kanavaa
vaihdetaan 3200 kertaa sekunnissa. [Mor02]
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4 ROBOTTIAUTO
Luvussa esitellään robottiauton ohjelmisto ja kehitystyökalut, joiden avulla ohjelmistot
robottiautolle ja kauko-ohjaimelle on kehitetty. Tehtävänä oli tehdä ohjelma, jonka
avulla robottiautoa voidaan ohjata matkapuhelimella. Robottiautoa ohjataan Bluetooth-
linkin välityksellä Java Micro Edition -ohjelmistolla. Autossa oleva ohjelmisto on suun-
niteltu LabVIEW:llä. Ohjelmaa suoritetaan PDA-laitteessa, joka on kytketty autoon
(kuva 2).
Kuva 2. Robottiauto ja PDA-laite.
Kauko-ohjaimen pitää olla Java Micro Edition -yhteensopiva: kyseinen ohjelmointikieli
on suunniteltu mm. matkapuhelimien ohjelmistokehitystä varten [Sun08]. Kauko-
ohjaimen koodi käännetään tavukoodiksi, jota suoritetaan virtuaalikoneessa. Tavukoodi
on käyttöjärjestelmäriippumaton konekielinen koodi.
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Java-ohjelmointikieli on oliopohjainen, käyttöjärjestelmäriippumaton kieli. Se on suun-
niteltu 1990-luvun alussa aluksi Oak-nimisenä ohjelmointikielenä "sulautettujen järjes-
telmien" toteuttamiseksi. Ohjelmointikielen ensimmäinen julkinen versio julkaistiin
toukokuussa 1995. Ohjelmien siirrettävyys on toteutettu virtuaalikoneen avulla. Kaikki
Java-ohjelmat käännetään tavukoodiksi, jota suoritetaan virtuaalikoneen sisällä. Ohjel-
mointikielestä on olemassa kolme eri kehitysversiota: Java Enterprise Edition, Java
Standard Edition ja Java Micro Edition. Enterprise Edition on suunniteltu laajoille kau-
pallisille Internet-sovelluksille. Pohjimmiltaan se on samanlainen kuin Standard Editi-
on. Työasemasovellukset on toteutettu Standard Edition -kehitystyökaluilla. Micro Edi-
tion on suunniteltu pienille laitteille, kuten matkapuhelimille. Se ei sisällä kaikkia Stan-
dard Editionin toiminnallisuuksia. [BrG01]
Robottiauton PDA-laitteeseen on asennettu LabVIEW-ohjelmointikielen PDA-moduuli.
Ohjelmointikieli perustuu graafiseen G-kieleen [Bis01]. Ohjelmointi perustuu lohko-
kaaviossa esitettyihin virtuaali-instrumentteihin. Sitä kutsutaan graafiseksi ohjelmoin-
niksi. Ohjelmointikielen nimeltä LabVIEW on kehittänyt National Instruments. Robot-
tiauton ohjelmisto on kehitetty LabVIEW:llä. Ohjelma käännetään exe-tiedostoksi, jota
suoritetaan Windows Mobile -käyttöjärjestelmän omaavassa PDA-laitteessa. Robottiau-
to on liitetty PDA-laitteeseen National Instrumentsin valmistaman CF-6004-
tiedonkeruukortin [Nat08] avulla. Siinä on neljä yhdistettyä digitaalista tulo- ja lähtölii-
täntää. Lisäksi siinä on neljä analogista tuloliitäntää, joita robottiautossa ei käytetä.
Ohjelmat on tehty Java- ja Labview-ohjelmointikielillä käyttäen JDK 1.5.0_08, J2ME
Version 2.2 (patch 200511) ja Labview 7.1 -ohjelmakehityspaketteja. Robottiautossa
oleva ohjelma toimii vain PDA-laitteella, johon on asennettu Labview PDA-moduuli,
Bluetooth-radio ja NI CF-6004 DAQ-laite (Data Acquisition). Matkapuhelimessa toi-
miva ohjainlaite on toteutettu Java-ohjelmointikielellä. Kauko-ohjainsovellus voidaan
kääntää ja ajaa millä tahansa Bluetooth-yhteensopivalla Java-matkapuhelimella. Robot-
tiauton ohjaussovellus toimii PDA-laitteessa, johon on asennettu Windows Mobile -
käyttöjärjestelmä. Rajoitus johtuu robottiautoon asennetusta tiedonkeruukortista.
Kauko-ohjainsovelluksen kehitystyökaluna vaaditaan Java Micro Edition versio 2.2 tai
uudempi. Java Micro Edition versio 2.2 vaatii toimiakseen PC-koneessa Java Standard
Editionin version 1.4.2 tai uudemman asennuksen. Versio 2.2 on suunniteltu toimimaan
Windows XP:ssä. Versiosta on olemassa myös Linux-versio, mutta se ei ole tuettu oh-
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jelmistoversio. Java Micro Editionista on olemassa versiosta 2.5.1 lähtien tuettu Linux-
versio. Uudemmat Java Micro Edition -versiot vaativat vähintään Java Standard Edition
1.5.0 -version tämän tutkielman kirjoitushetkellä. Nämä tiedot on kerätty Sun Microsys-
temsin Java-sivustolta. [Sun08]
Robottiauton PDA-laitteessa toimiva sovellus on kehitetty LabVIEW:n versiolla 7.1.
Siihen on asennettu lisäksi PDA-moduuli. Ohjelmistokehityspaketti on suunniteltu toi-
mimaan Windows 2000 tai Windows XP -käyttöjärjestelmässä. Lisäksi tietokoneeseen
pitää asentaa National Instrumentsin DAQmx Base 1.0.1 -ohjelmisto. Se käyttää PDA-
laitteeseen asennettua CF-6004-tiedonkeruukorttia. Tuettuja käyttöjärjestelmäversioita
PDA-laitteessa ovat Pocket PC 2003 tai Windows Mobile 2003 2nd Edition [Nat05].
Ohjelman lähdekoodit löytyvät tämän tutkielman liitteinä (liitteet 1-6). Ohjelmasta on
olemassa kaksi eri versiota. Liitteet 1-3 kuuluvat ensimmäiseen ohjelmistoversioon ja
liitteet 4-6 kuuluvat toiseen ohjelmistoversioon. Ensimmäisen version ohjelmisto suori-
tetaan kerran läpi ja toisen version ohjelmistoa suoritetaan jatkuvasti kunnes ohjelman
suoritus lopetetaan.
Ohjelman ratkaisussa puhelimessa oleva palvelinohjelmisto lähettää asiakkaana toimi-
valle PDA-laitteelle komentoja. Niiden perusteella PDA-laite ohjaa robottiauton liik-
kumista. Palvelin tallentaa jokaisen hyväksytyn näppäimen painalluksen vektoriin, jon-
ka pituus on rajattu. Komennot lähetetään merkkijonona PDA-laitteelle. Käyttöliittymä
on graafinen ja toiminnot valitaan puhelimen näppäimillä.
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5 OHJELMA JA SEN OSAT
Kauko-ohjaimessa toimiva ohjelma sisältää kolme osaa: AutonOhjaus-, AutonOhjaus-
Canvas- ja BluetoothServer-luokat. Robottiauton PDA-laitteessa toimii Automoduuli-
ohjelma. Luku 5.1 esittelee AutonOhjaus- ja AutonOhjaus2-ohjelmien rakennetta. Luku
5.2 esittelee AutonOhjaus- ja AutonOhjaus2-ohjelmien toiminnot sekä metodit. Luku
5.3 esittelee Automoduuli-ohjelman rakenteen ja luku 5.4 esittelee Automoduuli-
ohjelman toiminnan.
5.1 AutonOhjaus- ja AutonOhjaus2-ohjelmien rakenne
Ohjelmat koostuvat kolmesta luokasta, joista yksi on pääohjelman sisältävä ohjelma ja
kaksi muuta ovat luokkia, joista hallitaan olioita. AutonOhjaus ja AutonOhjaus2 ovat
pääohjelmaluokkia. AutonOhjausCanvas ja AutonOhjaus2Canvas toteuttavat näytön- ja
näppäimistönohjausolion. BluetoothServer ja BluetoothServer2 toteuttavat Bluetooth-
olion. Ohjelmien ratkaisuperiaate on samanlainen. Ohjelmien suurin ero on siinä, että
ensimmäisessä versiossa ohjelma suoritetaan kerran läpi ja toista versiota suoritetaan
niin kauan kuin käyttäjä haluaa tai datan lähettämisessä tapahtuu virhe. Tarkempi oh-
jelman tekninen dokumentaatio on kirjoitettu lähdekoodiin, josta on luotu Javadoc-
työkalun avulla HTML-sivuja. Sivujen sisältö löytyy lähdekoodista.
AutonOhjausCanvas-luokan olio käyttää puhelimen näppäimistöä ja näyttöä, joten yksi
olio ohjelmassa riittää toteutukseen. Olio ottaa vastaan kaikki puhelimen näppäimen
painallukset ja tallentaa ne parametrina saamaansa olioon. Ainoa pakollinen tehtävä on
näytölle piirrettävän grafiikan hallitseminen.
BluetoothServer-luokan olioita ohjelmassa on käytössä vain yksi, koska ohjelma käyttää
vain yhtä Bluetooth-palvelinta. Oliossa toteutetaan Bluetooth-yhteyden hallinta, datan
lähetys ja tallennus. AutonOhjausCanvas-luokassa hyväksytyt näppäinpainallukset tal-
lennetaan BluetoothServer-luokassa olevaan vektoriin, jonka pituus ensimmäisessä ver-
siossa on neljä Integer-tyyppistä oliota ja toisessa versiossa kymmenen Integer-
tyyppistä oliota. Tallennettavien näppäinpainalluksien määrä on määritelty Bluetooth-
Server-luokan yksityisenä pituusvakiona.
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AutonOhjaus-luokka ohjaa puhelimessa toimivan ohjelman käynnistystä ja sammutusta.
Tämä luokka on pääohjelmaluokka. Tässä luokassa luodaan BluetoothServer- ja Au-
tonOhjausCanvas-luokan oliot.
5.2 AutonOhjaus- ja AutonOhjaus2-ohjelmien toiminnot sekä meto-
dit
Luvussa käsitellään tarkemmin matkapuhelimeen asennetun ohjelmiston toimintoja.
Nämä toiminnot löytyvät ohjelman molemmista versioista. Luku 5.2.1 kertoo ohjelman
käynnistämisestä, luku 5.2.2 auton ohjausnäppäimistä, luku 5.2.3 datan lähettämisestä,
ja luku 5.2.4 ohjelman sulkemisesta.
5.2.1 Ohjelman käynnistys
Robottiauton ohjaimen ensimmäisessä versiossa kaikki ohjelman käynnistyksessä tarvit-
tavat toiminnot löytyvät pääohjelmametodista, jonka nimi on startApp. Toisessa versi-
ossa pääohjelmametodi kutsuu vain yksityistä startAuto-metodia, jossa toteutetaan
kaikki ohjelman käynnistyksessä tarvittavat toiminnot. Ensin luodaan Bluetooth-
palvelinolio ja tämän jälkeen käynnistetään Bluetooth-palvelinsäie. Sitten luodaan piir-
toalusta ja asetetaan puhelimen valikkonäppäimien kuuntelijat. Seuraavaksi esitellään
ohjelman käynnistykseen tarvittava koodinpätkä toisesta versiosta:
private void startAuto()
{
  server = new BluetoothServer2();
  server.start();
  canvas = new AutonOhjaus2Canvas(server);







Lisäksi pääohjelma sisältää valikkonäppäinten näppäimistökuuntelijoiden toteutuksen.
Ohjelmassa on kaksi valikkonäppäintä, joiden avulla hallitaan datan lähettämistä ja oh-
jelman sulkemista. Ne on toteutettu CommandListener-rajapinnasta löytyvällä com-
mandAction-metodilla.
5.2.2 Ohjausnäppäimet autolle
Näppäimiä on käytössä yhteensä viisi kappaletta, joista neljä liikuttaa autoa ja yksi py-
säyttää auton. Kaikki pääilmansuunnat on määritelty auton ohjaamista varten. Auton
ohjaamiseen tarvittavat näppäimet on määritelty ensimmäisessä versiossa AutonOh-
jausCanvas-luokassa ja toisessa versiossa AutonOhjaus2Canvas-luokassa metodissa
keyPressed. Tämä on javax.microedition.lcdui.Canvas:ssa määritelty rajapinta. Tätä
metodia kutsutaan, kun puhelimessa painetaan jotain numero- tai kursorinäppäintä.
Numeronäppäimiä ei voi käyttää kaikissa puhelinmalleissa. Kaikki toimivat näppäimet
on määritelty switch case -rakenteessa. Hyväksytty näppäimen painallus tallennetaan
vektoriin Bluetooth-palvelinolion write-metodilla seuraavasti:
public void write(int nappain)
{
  if(vektori.size() < pituus)
  {
    IntNappain = new Integer(nappain);




Lisäksi hyväksytty näppäimen painallus näytetään ruudulla sanallisesti ja ensimmäises-
sä versiossa numerokoodina. Vektoriin tallennettujen olioiden määrä näytetään aina ja
toisessa versiossa näytetään myös vektorin maksimikoko.
5.2.3 Datan lähetys
Ohjain lähettää syötetyt näppäinkomennot Bluetooth-yhteyden yli, kun painetaan Send-
näppäintä. Toiminto on määritelty pääohjelmaluokan commandAction-metodissa. Ky-
seinen metodi on määritelty javax.microedition.lcdui.CommandListener-rajapinnassa.
Ensimmäisessä versiossa data lähetetään robottiautolle ja tämän jälkeen ohjelman suori-
tus lopetetaan. Toisessa versiossa data lähetetään robottiautolle ja ohjelman suoritusta
jatketaan. Ohjelman suoritus lopetetaan, jos syötetyn datan lähetys epäonnistuu Blue-
tooth-yhteyden yli. Toisessa versiossa datan lähettämiseen liittyvät poikkeukset käsitel-
lään pääohjelmaluokassa seuraavasti:
int VecIndex = 0;
int DataIndex = 0;
while(VecIndex < vektori.size())
{
  teksti = vektori.elementAt(VecIndex).toString();
  VecIndex++;
  if((DataIndex + teksti.length()) < (data.length - 4))
  {
    for(int s=0; s<teksti.length(); s++)
    {
      data[DataIndex] = (byte)teksti.charAt(s);
      DataIndex++;
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    }
    data[DataIndex] = ',';
    DataIndex++;
  }
}
Metodi koostuu kahdesta silmukasta, joista ulompi tallentaa vektorin elementin merkki-
jonoksi ja sisempi silmukka muuttaa merkkijonon tavutaulukoksi. Ennen sisemmän
silmukan suorittamista tarkistetaan, että merkkijono sopii tavutaulukkoon. Koodinpätkä
tallentaa kaksiulotteisen taulukon sisällön yksiulotteiseksi taulukoksi. Se lähetetään
PDA-laitteelle langattomasti. Datan lähetys ja ohjauskomentojen tallennustoiminnot
löytyvät molempien versioiden Bluetooth-palvelinluokasta.
5.2.4 Ohjelman sulkeminen
Ohjelman suoritus lopetetaan painamalla Exit-näppäintä (kuva 3). Ohjelmaa lopetettaes-
sa ensin suljetaan Bluetooth-yhteys, josta ensin suljetaan kirjoitusvirta ennen yhteys-
oliota. Tämän jälkeen kaikki ohjelman resurssit vapautetaan ja ohjelma suljetaan. Oh-
jelman lopetusmetodi löytyy pääohjelmaluokasta.
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Kuva 3. Ohjelman näyttö.
5.3 Automoduuli-ohjelman rakenne
Ohjelma koostuu kahdesta osasta, jotka on luotu LabVIEW:llä samaan tiedostoon. Ku-
vissa 4-8 esitetään PDA-laitteessa toimivan robottiautoa ohjaavan ohjelmiston lähde-
koodi. Bluetooth-tekniikan toiminta kaikissa kuvissa on samanlaista. Kuvien ainoa ero
on robottiauton toimintaa ohjaavassa osassa.
Kuva 4 esittää ohjelman oletustilaa.
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Kuva 4. Ohjelman oletustila.
Kuva 5 esittää ohjelman eteenpäinmenotilaa.
Kuva 5. Ohjelman eteenpäinmenotila.
Kuva 6 esittää ohjelman taaksepäinmenotilaa.
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Kuva 6. Ohjelman taaksepäinmenotila.
Kuva 7 esittää ohjelman oikeallepäinmenotilaa.
Kuva 7. Ohjelman oikeallepäinmenotila.
Kuva 8 esittää ohjelman vasemmallepäinmenotilaa.
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Kuva 8. Ohjelman vasemmallepäinmenotila.
5.4 Automoduuli-ohjelman toiminta
Ohjelmaa käynnistettäessä luodaan ensin yhteys PDA-laitteesta robottiautoon ja käyn-
nistetään Bluetooth-asiakas, joka yrittää ottaa yhteyttä ennalta määriteltyyn Bluetooth-
puhelimeen. Ulomman while-silmukan ulkopuolella käynnistetään ja suljetaan PDA-
laitteessa oleva tiedonkeruukortti. Ulommassa while-silmukassa ohjataan Bluetooth-
yhteyden toimintaa. Puhelimesta lähetetyn datan saavuttua PDA-laitteeseen, data siirre-
tään sisempään while-silmukkaan, joka pilkkoo datan sopivan kokoisiksi osiksi robotti-
autolle lähettämistä varten. Kuvista 4-8 selviää se, millainen bittijono milläkin komen-
nolla lähetetään robottiautolle. Ohjelmaa lopetettaessa suljetaan yhteys PDA-laitteesta
robottiautoon.
Taulukossa 2 esitellään robottiautolle menevät ohjauskomennot ja niitä vastaavat toi-
minnot. Ohjauskomennot on taulukossa esitetty binäärimuodossa. ”Saapunut komento”-
sarakkeessa esitellään kauko-ohjaimelta PDA-laitteelle saapuneita komentoja. Komen-
not lähetetään PDA-laitteelle merkkijonona. Ohjelman suoritus jatkuu niin kauan, kun-
nes painetaan näytössä olevaa Exit-painiketta.
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Taulukko 2. Robottiauton ohjauskomennot.








Uusimmat Bluetooth-profiilit liittyvät pakatun äänen ja videon lähettämiseen Bluetooth-
verkossa. Tämä on mahdollista toteuttaa nykyisillä Bluetooth-verkon nopeuksilla.
Brackenridge kirjoittaa [Bra06], että tulevaisuudessa Bluetooth käyttää WiMedian
UWB-radioiden (Ultra-Wideband) tekniikkaa. Nämä laitteet pystyvät hyödyntämään
DLNA:ta (Digital Living Network Alliance). Tämän avulla kulutuselektroniikkalaitteet
pystyvät jakamaan helposti tietoa keskenään. Se pohjautuu UPnP:hen (Universal Plug
and Play) ja Internet-protokollaan. Sitä voidaan käyttää nykyisin käytössä olevissa lähi-
verkoissa. Brackenridge kirjoittaa myös, että DLNA-standardi vaatii pakatun videon
lähettämiseen vähintään 20 Mb/s kaistaa ja pakkaamattoman äänen lähettämiseen vähin-
tään 1.7 Mb/s kaistaa. Eräs toinen vastaavanlainen käytössä oleva tekniikka on Home-
plug AV. Se käyttää talon sähköverkkoa datan siirtämiseen. Tämä on toisenlainen tapa
yhdistää talon laitteet langattomuuden lisäksi vetämättä uusia piuhoja.
UPnP [UPn08] on joukko verkkoprotokollia, joiden avulla voidaan yhdistää eri valmis-
tajien erilaisia laitteita. Protokolla on käyttöjärjestelmä- ja tiedonsiirtotapariippumaton
toteutus. Toisaalta DLNA:n tarkoitus on taata yhteyden toimivuus eri laitteiden kesken.
Uusin Bluetooth-spesifikaatio, Bluetooth 3.0+HS, käyttää nopeuden nostoon IEEE
802.11 -standardia. Silloin nopeus voidaan nostaa 24 Mb/s:ään asti [Pau09]. Itse asiassa
se pohjautuu WLAN-teknologiaan, jolloin taajuusalueena on sama 2.4 GHz:n taajuus.
Alunperin tämän Bluetooth-spesifikaation piti pohjautua UWB-teknologiaan. Tulevai-
suuden Bluetooth-laitteissa yhteyden nopeus on tarkoitus nostaa 480 Mb/s:ään. Tämä
onnistuu hyödyntämällä UWB-radioiden teknologiaa. Samalla on tarkoitus tehdä lait-
teista vähän virtaa kuluttavia. Nykyisin UWB-teknologiaa hyödyntää WUSB. Sen on
tarkoitus toimia langattomana USB-laitteena (Universal Serial Bus). Näissä laitteissa
maksimi tiedonsiirtonopeus on 480 Mb/s kolmen metrin etäisyydellä ja 110 Mb/s kym-
menen metrin etäisyydellä. Laitteiden taajuusalue on 3.1-10.6 GHz. Kuvasta 9 selviää,
että laitteiden käyttämät taajuusalueet vaihtelevat. Suurin ongelma UWB-teknologiaan
perustuvien WUSB-laitteiden yleistymisen kohdalla on se, että laitteiden käyttämä taa-
juusalue on laaja ja kaikkialla ei ole käytössä koko taajuusaluetta. Tämä selviää parhai-
ten kuvasta 9. Koko taajuusalue on ainoastaan käytössä Yhdysvalloissa.
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Kuva 9. UWB-radioiden käyttämät taajuudet. [WiM09]
Langaton yhteys voidaan muodostaa WLAN-tekniikan avulla. Se perustuu IEEE
802.11a-, 802.11b-, 802.11g- tai 802.11n-standardiin. Nykyisin se on suosittu tapa luo-
da langaton yhteys. Laitteet toimivat samalla taajuusalueella Bluetooth-tekniikan kanssa
lukuun ottamatta IEEE 802.11a -standardiin perustuvia laitteita. Uusimmissa Bluetooth
3.0+HS -spesifikaatioon perustuvissa laitteissa vaaditaan WLAN-yhteensopivuus, vaik-
ka teknologiat ovat tavallaan toistensa kilpailijoita. Ne on alunperin suunniteltu toimi-
maan hieman eri tarkoituksiin. WLAN:ia käytetään luomaan Internet-yhteyksiä ja Blue-
tooth-tekniikan avulla luodaan tiedonsiirtoyhteyksiä laitteiden välillä. Lisäksi Bluetooth
osaa luoda laitteiden välille reaaliaikaisen kaksisuuntaisen ääni- tai videoyhteyden.
Bluetooth-tekniikan kanssa kilpailevia tekniikoita ovat IrDA, WLAN, ZigBee ja WUSB
(langaton USB). Nämä teknologiat on suunniteltu korvaamaan johtoja ja luomaan lyhy-
en kantaman yhteyksiä laitteiden välillä. Osa näistä menee päällekkäin Bluetooth-
teknologian kanssa: uudet Bluetooth-versiot nimittäin tukevat useita eri tekniikoita.
Tekniikoita on olemassa muitakin, jotka voivat kilpailla Bluetooth-tekniikan kanssa.
IrDA on Data Associationin määrittelemä infrapunayhteys. Tekniikka on levinnyt laa-
jasti maailmalle, mutta nykyään se alkaa olla vanhentunutta. Sitä käytetään yleensä
matkapuhelimissa, kämmenmikroissa ja tietokoneissa tiedonsiirtoon. Sitä käytetään
lyhyen kantaman tiedonsiirtoon enintään yhden metrin etäisyydellä. Laitteiden välillä
pitää olla suora näköyhteys. Lisäksi niiden välissä ei saa olla juurikaan esteitä. Tekno-
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logian suurin etu on se, että tekniikka on halpaa ja se ei häiritse muita laitteita. Infra-
punalinkin tietoturvallisuus perustuu siihen, että kantama on lyhyt ja yhteyslinkki on
suora. Muita infrapunatekniikkaa käyttäviä laitteita ovat lukuisat kauko-ohjaimet. Toi-
saalta tekniikka ei kilpaile suoranaisesti Bluetooth-tekniikan kanssa.
Lisäksi on olemassa IEEE 802.15.4 -standardiin perustuva ZigBee. Se on pienitehoinen
lyhyen kantaman radioliikenneteknologia. Se on tarkoitettu pienten ja yksinkertaisten
laitteiden langattomaan verkottamiseen. ZigBee toimii samalla 2.4 GHz:n taajuusalueel-
la kuin Bluetooth ja suurin mahdollinen tiedonsiirtonopeus on 250 kb/s. ZigBee-
spesifikaatiossa määritellään tietoliikenteessä käytettävän OSI-mallin kaksi alinta ker-
rosta. Ne ovat fyysinen kerros ja MAC-kerros. ZigBee toimii vain 2.4 GHz:n taajuus-
alueella maailmanlaajuisesti ja 868 MHz:n taajuudella Euroopassa sekä 915 MHz:n
taajuusalueella Yhdysvalloissa. Siirtonopeus on 250 kb/s 2.4 GHz:n taajuusalueella ja
915 MHz:n taajuusalueella siirtonopeus on 40 kb/s. Lisäksi Euroopassa käytössä oleval-
la 868 MHz:n taajuudella siirtonopeus on 20 kb/s. Maailmanlaajuisesti on käytössä 16
kanavaa 2.4 GHz:n taajuusalueella. Lisäksi Euroopassa on käytössä yksi kanava lisää
868 MHz:n taajuudella ja Yhdysvalloissa 10 lisäkanavaa 915 MHz:n taajuusalueella.
Tekniikka on sen verran uutta, että sitä ei ole vielä laajasti otettu käyttöön. [Zig08]
Robottiauton ohjaamiseen vaaditaan Java ME:stä versio 2.2, koska se on ensimmäinen
versio, joka tukee PDA:n Bluetooth-yhteyttä. Sitä aikaisemmat versiot vaativat yhtey-
den toteuttamista jollakin muulla tavalla. Mainittu versionumero tarkoittaa kehitystyö-
kalun versiota. Kehitystyökalu on ladattavissa Sunin Java-sivustolta.
Robottiauton ohjausohjelmistoa voisi kehittää siten, että sitä voisi ohjata useammalla eri
kauko-ohjaimella. Nykyisin robottiauton ohjaaminen on mahdollista vain yhdellä kau-
ko-ohjaimella, jonka Bluetooth-sirun laiteosoite (BD_ADDR-osoite) on ohjelmoitu ro-
bottiauton lähdekoodiin. Tulevaisuudessa olisi tarkoitus luopua lähdekoodiin ohjel-
moidusta sarjanumeron käytöstä. Toinen robottiauton ohjelmistossa kehitettävä kohta
on robottiauton ohjauskomentopuskurin kiinteä koko. Puskurin koko on määritelty ro-
bottiauton ohjelmistossa. Lisäksi koodiin voisi lisätä toiminnot kauko-ohjaimena toimi-
van matkapuhelimen numeronäppäimille. Nykyisessä ohjaimen ohjelmistoversiossa
toimii varmasti vain ohjaimen ohjausnäppäimet. Numeronäppäimet eivät välttämättä
toimi kaikissa ohjaimissa. Robottiauton ja kauko-ohjaimen välistä liikennettä on mah-
dollista hyvinkin helposti salakuunnella, koska ohjaimen ohjelmistossa salakuuntelemi-
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sen estämistä ei ole toteutettu, vaan se on jätetty käyttäjän toteutettavaksi. Bluetooth-
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1LIITE 1: AutonOhjaus.java
1:  import javax.microedition.lcdui.*;
2:  import javax.microedition.midlet.*;
3:  public class AutonOhjaus extends MIDlet implements
CommandListener
4:  {
5:    static final String QUIT = "Quit";
6:    static final String SEND = "Send";
7:    Display display;
8:    AutonOhjausCanvas canvas;
9:    BluetoothServer server;
/**
Ohjelman lopetus.
Lopettaa AutonOhjaus -ohjelman suorituksen
*/
10:   protected void destroyApp(boolean b)
11:   {
12:     server.close();
13:     display.setCurrent(null);
14:     this.notifyDestroyed();
15:   }
2/**
Ohjelman keskeytys.
Abstraktia metodia ei ole toteutettu tässä ohjelmassa.
*/
16:   protected void pauseApp()





18:   protected void startApp()
19:   {
20:     server = new BluetoothServer();
21:     server.start();
22:     canvas = new AutonOhjausCanvas(server);
23:     display = Display.getDisplay(this);
24:     Command quit = new Command(QUIT, Command.EXIT,
1);
25:     Command send = new Command(SEND, Command.OK,
1);
26:     canvas.addCommand(quit);
27:     canvas.addCommand(send);
328:     canvas.setCommandListener(this);
29:     display.setCurrent(canvas);
30:   }
/**
Quit-komento lopettaa ohjelman suorituksen.
Send-komento lähettää annetut näppäinkomennot pda-
laitteelle ja
tämän jälkeen ohjelman suoritus lopetetaan.
*/
31:   public void commandAction(Command c, Displayable
d)
32:   {
33:     String label = c.getLabel();
34:     if(label == QUIT)
35:     {
36:       destroyApp(true);
37:     }
38:     if(label == SEND)
39:     {
40:       server.send();
41:       destroyApp(true);
42:     }
443:   }
44: }
5LIITE 2: AutonOhjausCanvas.java
1:  import javax.microedition.lcdui.*;
2:  public class AutonOhjausCanvas extends Canvas
3:  {
4:    String merkkijono = "";
5:    int nappain = 0;
6:    int koko = 0;




8:    AutonOhjausCanvas(BluetoothServer server)
9:    {
10:     super();
11:     serveri = server;
12:   }
/**
Suoritetaan, kun Javalla toimivassa laitteessa paine-
taan jotain näppäintä.
Toteutettu komennot: Eteen, Taakse, Vasen, Oikea, Py-
säytä.
6*/
13:   protected void keyPressed(int keyCode)
14:   {
15:     switch(getGameAction(keyCode))
16:     {
17:       case Canvas.UP:
18:       merkkijono = "ylös";
19:       nappain = getGameAction(keyCode);
20:       serveri.write(nappain);
21:       break;
22:       case Canvas.DOWN:
23:       merkkijono = "alas";
24:       nappain = getGameAction(keyCode);
25:       serveri.write(nappain);
26:       break;
27:       case Canvas.LEFT:
28:       merkkijono = "vasen";
29:       nappain = getGameAction(keyCode);
30:       serveri.write(nappain);
31:       break;
732:       case Canvas.RIGHT:
33:       merkkijono = "oikea";
34:       nappain = getGameAction(keyCode);
35:       serveri.write(nappain);
36:       break;
37:       case Canvas.FIRE:
38:       merkkijono = "pysäytä";
39:       nappain = getGameAction(keyCode);
40:       serveri.write(nappain);
41:       break;
42:     }
43:     koko = serveri.getSize();
44:     repaint();
45:   }
/**
Canvas -luokan piirtometodin toteutus.
*/
46:   protected void paint(Graphics g)
47:   {
848:     g.setColor(255,255,255);
49:     g.fillRect(0,0,getWidth(),getHeight());
50:     g.setColor(0,0,0);
51:
g.drawString(merkkijono,5,5,Graphics.TOP|Graphics.LEFT)
; // Viimeksi tallenetun toiminnon suunta sanallisesti
52:
g.drawString(Integer.toString(nappain),20,20,Graphics.T




/*Vektoriin tallennettujen olioiden määrä */
54:   }
55: }
9LIITE 3: BluetoothServer.java
1:   import javax.microedition.lcdui.*;
2:   import javax.bluetooth.*;
3:   import javax.microedition.io.*;
4:   import java.io.*;
5:   import java.util.*;
6:   public class BluetoothServer extends Thread
7:   {
8:     StreamConnectionNotifier server = null;
9:     StreamConnection conn = null;
10:    OutputStream out = null;
11:    final static int pituus = 4;
12:    Vector vektori = new Vector();
13:    byte[] data = new byte[2*pituus+4];
14:    Integer IntNappain = null;
15:    String teksti;
/**
BluetoothServer-luokan konstruktori.




16:    BluetoothServer()
17:    {
18:      try
19:      {
20:        LocalDevice local = LocalDe-
vice.getLocalDevice();
21:        local.setDiscoverable(DiscoveryAgent.GIAC);
22:      }
23:      catch(BluetoothStateException e)
24:      { }




26:    public void close()
27:    {
28:      if(out != null)
29:      {
30:        try
31:        {
32:          out.close();
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33:          out = null;
34:        }
35:        catch(IOException e)
36:        { }
37:      }
38:      if(conn != null)
39:      {
40:        try
41:        {
42:          conn.close();
43:          conn = null;
44:        }
45:        catch(IOException e)
46:        { }
47:      }
48:      if(server != null)
49:      {
50:        try
51:        {
52:          server.close();
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53:          server = null;
54:        }
55:        catch(IOException e)
56:        { }
57:      }
58:    }
/**
Palauttaa vektorissa olevien olioiden määrän.
*/
59:    public int getSize()
60:    {
61:      return vektori.size();




63:    public void send()
64:    {
65:      int VecIndex = 0;
66:      int DataIndex = 0;
67:      while(VecIndex < vektori.size())
68:      {
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69:        teksti = vekto-
ri.elementAt(VecIndex).toString();
70:        VecIndex++;
71:        if((DataIndex + teksti.length()) < (da-
ta.length - 4))
72:        {
73:          for(int s=0; s<teksti.length(); s++)
74:          {
75:            data[DataIndex] =
(byte)teksti.charAt(s);
76:            DataIndex++;
77:          }
78:          data[DataIndex] = ',';
79:          DataIndex++;
80:        }
81:      }
82:      data[DataIndex] = '8'; // Pysäytä komento
83:      data[DataIndex+1] = ',';
84:      data[DataIndex+2] = '\r'; // Merkkijonon
85:      data[DataIndex+3] = '\n'; // loppumerkit
86:      try
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87:      {
88:        out = conn.openOutputStream();
89:        out.write(data);
90:        out.flush();
91:      }
92:      catch(IOException e)
93:      { }
94:      try
95:      {
96:        Thread.sleep(2000);
97:      }
98:      catch(InterruptedException e)
99:      { }
100:     try
101:     {
102:       out.close();
103:       out = null;
104:     }
105:     catch(IOException e)
106:     { }
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107:     vektori.removeAllElements();




109:   public void write(int nappain)
110:   {
111:     if(vektori.size() < pituus)
112:     {
113:       IntNappain = new Integer(nappain);
114:       vektori.addElement(IntNappain);
115:     }




117:   public void run()
118:   {
119:     try
120:     {
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121:       server = (StreamConnectionNotifi-
er)Connector.open(
"btspp://localhost:11111111111111111111111111111111");
122:     }
123:     catch(IOException e)
124:     {
125:       server = null;
126:     }
127:     try
128:     {
129:       conn = server.acceptAndOpen();
130:     }
131:     catch(IOException e)
132:     {
133:       conn = null;
134:     }




1:  import javax.microedition.lcdui.CommandListener;
2:  import javax.microedition.lcdui.Command;
3:  import javax.microedition.lcdui.Display;
4:  import javax.microedition.lcdui.Displayable;
5:  import javax.microedition.midlet.MIDlet;
6:  public class AutonOhjaus2 extends MIDlet implements
CommandListener
7:  {
8:    private static final String QUIT = "Quit";
9:    private static final String SEND = "Send";
10:   private Command quit = new Command(QUIT, Com-
mand.EXIT, 1);
11:   private Command send = new Command(SEND, Com-
mand.OK, 1);
12:   private Display display;
13:   private AutonOhjaus2Canvas canvas;




Lopettaa AutonOhjaus2 -ohjelman suorituksen.
*/
15:   protected void destroyApp(boolean b)
16:   {
17:     server.close();
18:     display.setCurrent(null);
19:     this.notifyDestroyed();
20:   }
/**
Ohjelman keskeytys.
Abstraktia metodia ei ole toteutettu tässä ohjelmassa.
*/
21:   protected void pauseApp()





23:   protected void startApp()
24:   {
25:     startAuto();





27:   private void startAuto()
28:   {
29:     server = new BluetoothServer2();
30:     server.start();
31:     canvas = new AutonOhjaus2Canvas(server);
32:     display = Display.getDisplay(this);
33:     canvas.addCommand(quit);
34:     canvas.addCommand(send);
35:     canvas.setCommandListener(this);
36:     display.setCurrent(canvas);
37:   }
/**
Quit-komento lopettaa ohjelman suorituksen.
Send-komento lähettää annetut näppäinkomennot autossa
olevalle pda-laitteelle,




38:   public void commandAction(Command c, Displayable
d)
39:   {
40:     String label = c.getLabel();
41:     if(label == QUIT)
42:     {
43:       destroyApp(true);
44:     }
45:     if(label == SEND)
46:     {
47:       try
48:       {
49:         server.send();
50:         server.close();
51:         System.gc();
52:         startAuto();
53:       }
54:       catch(Exception e)
55:       {
56:         destroyApp(true);
57:       }
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58:     }




1:  import javax.microedition.lcdui.Canvas;
2:  import javax.microedition.lcdui.Graphics;
3:  import javax.microedition.lcdui.Font;
4:  public class AutonOhjaus2Canvas extends Canvas
5:  {
6:    private String merkkijono = "";
7:    private int nappain = 0;
8:    private int maara = 0;
9:    private int koko = 0;




11:   public AutonOhjaus2Canvas(BluetoothServer2 serv-
er)
12:   {
13:     super();
14:     serveri = server;
15:     koko = serveri.getSize();
16:   }
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/**
Suoritetaan, kun Javalla toimivassa laitteessa paine-
taan jotain näppäintä.
Toteutettu komennot: Eteen, Taakse, Vasen, Oikea, Py-
säytä.
*/
17:   protected void keyPressed(int keyCode)
18:   {
19:     switch(getGameAction(keyCode))
20:     {
21:       case Canvas.UP:
22:       merkkijono = "eteen";
23:       nappain = getGameAction(keyCode);
24:       serveri.write(nappain);
25:       break;
26:       case Canvas.DOWN:
27:       merkkijono = "taakse";
28:       nappain = getGameAction(keyCode);
29:       serveri.write(nappain);
30:       break;
31:       case Canvas.LEFT:
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32:       merkkijono = "vasen";
33:       nappain = getGameAction(keyCode);
34:       serveri.write(nappain);
35:       break;
36:       case Canvas.RIGHT:
37:       merkkijono = "oikea";
38:       nappain = getGameAction(keyCode);
39:       serveri.write(nappain);
40:       break;
41:       case Canvas.FIRE:
42:       merkkijono = "pysäytä";
43:       nappain = getGameAction(keyCode);
44:       serveri.write(nappain);
45:       break;
46:     }
47:     maara = serveri.getVectorSize();
48:     repaint();
49:   }
/**
25
Canvas -luokan piirtometodin toteutus.
Näytön vasempaan ylänurkkaan tulee viimeksi tallennetun
toiminnon suunta sanallisesti kuvattuna ja
tämän alapuolelle tulee tieto vektoriin tallennettujen
olioiden määrästä ja vektorin koko.







50:   protected void paint(Graphics g)
51:   {
52:     Font f =
Font.getFont(Font.FACE_SYSTEM,Font.STYLE_PLAIN,Font.SIZ
E_LARGE);
53:     int fontHeight = f.getHeight();
54:     int x = 5;
55:     int y = 5;
56:     int y1 = 5;
57:     g.setColor(255,255,255);
58:     g.fillRect(0,0,getWidth(),getHeight());
59:     g.setColor(0,0,0);
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60:     g.setFont(f);
61:
g.drawString(merkkijono,x,y,Graphics.TOP|Graphics.LEFT)
; // Viimeksi tallenetun toiminnon suunta sanallisesti
62:     y = y + fontHeight + y1;
//
g.drawString(Integer.toString(nappain),20,y,Graphics.TO
P|Graphics.LEFT); // ja numerokoodi
63:     g.setStrokeStyle(Graphics.DOTTED);
64:     g.drawLine(0,y,getWidth(),y);
65:     y = y + y1;
66:     f =
Font.getFont(Font.FACE_SYSTEM,Font.STYLE_ITALIC,Font.SI
ZE_SMALL);
67:     g.setFont(f);
68:     g.drawString(Integer.toString(maara) + "/" +
Integer.toString(koko),x,y,Graphics.TOP|Graphics.LEFT);
/* Vektoriin tallennettujen olioiden määrä ja vektorin
koko. */





1:   import javax.bluetooth.DiscoveryAgent;
2:   import javax.bluetooth.LocalDevice;
3:   import javax.bluetooth.BluetoothStateException;
4:   import javax.microedition.io.StreamConnection;
5:   import ja-
vax.microedition.io.StreamConnectionNotifier;
6:   import javax.microedition.io.Connector;
7:   import java.io.OutputStream;
8:   import java.io.IOException;
9:   import java.util.Vector;
10:  public class BluetoothServer2 extends Thread
11:  {
12:    private StreamConnectionNotifier server = null;
13:    private StreamConnection conn = null;
14:    private OutputStream out = null;
15:    private final static int pituus = 10;
16:    private Vector vektori = new Vector();
17:    private byte[] data = new byte[2*pituus+4];
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18:    private Integer IntNappain = null;
19:    private String teksti;
/**
BluetoothServer2 -luokan konstruktori.
Asetetaan Bluetooth-laite yhteyksiä vastaanottavaan ti-
laan.
*/
20:    public BluetoothServer2()
21:    {
22:      try
23:      {
24:        LocalDevice local = LocalDe-
vice.getLocalDevice();
25:        local.setDiscoverable(DiscoveryAgent.GIAC);
27:      }
28:      catch(BluetoothStateException e)
29:      { }




31:    public void close()
32:    {
30
33:      vektori.removeAllElements();
34:      if(out != null)
35:      {
36:        try
37:        {
38:          out.close();
39:        }
40:        catch(IOException e)
41:        { }
42:        out = null;
43:      }
44:      if(conn != null)
45:      {
46:        try
47:        {
48:          conn.close();
49:        }
50:        catch(IOException e)
51:        { }
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52:        conn = null;
53:      }
54:      if(server != null)
55:      {
56:        try
57:        {
58:          server.close();
59:        }
60:        catch(IOException e)
61:        { }
62:        server = null;
63:      }
64:    }
/**
Palauttaa vektorissa olevien olioiden määrän.
*/
65:    public int getVectorSize()
66:    {
67:      return vektori.size();
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68:    }
/**
Palauttaa vektoriin mahtuvien olioiden määrän.
*/
69:    public int getSize()
70:    {
71:      return pituus;




73:    public void send()
throws IOException, InterruptedException
74:    {
75:      int VecIndex = 0;
76:      int DataIndex = 0;
77:      while(VecIndex < vektori.size())
78:      {
79:        teksti = vekto-
ri.elementAt(VecIndex).toString();
80:        VecIndex++;
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81:        if((DataIndex + teksti.length()) < (da-
ta.length - 4))
82:        {
83:          for(int s=0; s<teksti.length(); s++)
84:          {
85:            data[DataIndex] =
(byte)teksti.charAt(s);
86:            DataIndex++;
87:          }
88:          data[DataIndex] = ',';
89:          DataIndex++;
90:        }
91:      }
92:      data[DataIndex] = '8'; // Pysäytä komento
93:      data[DataIndex+1] = ',';
94:      data[DataIndex+2] = '\r'; // Merkkijonon
95:      data[DataIndex+3] = '\n'; // loppumerkit
96:      out = conn.openOutputStream();
97:      out.write(data);
98:      out.flush();
99:      Thread.sleep(2000);
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100:     out.close();
101:     out = null;
102:     vektori.removeAllElements();




104:   public void write(int nappain)
105:   {
106:     if(vektori.size() < pituus)
107:     {
108:       IntNappain = new Integer(nappain);
109:       vektori.addElement(IntNappain);
110:     }




112:   public void run()
113:   {
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114:     try
115:     {
116:       server = (StreamConnectionNotifi-
er)Connector.open(
"btspp://localhost:11111111111111111111111111111111");
117:     }
118:     catch(IOException e)
119:     {
120:       server = null;
121:     }
122:     try
123:     {
124:       conn = server.acceptAndOpen();
125:     }
126:     catch(IOException e)
127:     {
128:       conn = null;
129:     }
130:   }
131: }
