Theory and prediction of position error for automated guided vehicles with ultrasonic sensing based on time-of-flight theory by Thamma, Ravindra
Retrospective Theses and Dissertations Iowa State University Capstones, Theses andDissertations
2004
Theory and prediction of position error for
automated guided vehicles with ultrasonic sensing
based on time-of-flight theory
Ravindra Thamma
Iowa State University
Follow this and additional works at: https://lib.dr.iastate.edu/rtd
Part of the Electrical and Electronics Commons, and the Industrial Engineering Commons
This Dissertation is brought to you for free and open access by the Iowa State University Capstones, Theses and Dissertations at Iowa State University
Digital Repository. It has been accepted for inclusion in Retrospective Theses and Dissertations by an authorized administrator of Iowa State University
Digital Repository. For more information, please contact digirep@iastate.edu.
Recommended Citation
Thamma, Ravindra, "Theory and prediction of position error for automated guided vehicles with ultrasonic sensing based on time-of-
flight theory " (2004). Retrospective Theses and Dissertations. 1931.
https://lib.dr.iastate.edu/rtd/1931
Theory and prediction of position error for automated guided vehicles with ultrasonic sensing 
based on time-of-flight theory 
By 
Ravindra Thamma 
A dissertation submitted to the graduate faculty 
in partial fulfillment of the requirement for the degree of 
DOCTOR OF PHILOSOPHY 
Major: Industrial Education and Technology 
Program of Study Committee: 
Larry Bradshaw (Major Professor) 
Steve Freeman 
Mack Shelley 
Roger Smith 
Steve Russell 
Iowa State University 
Ames, Iowa 
2004 
Copyright © Ravindra Thamma, 2004. All rights reserved 
UMI Number: 3357091 
INFORMATION TO USERS 
The quality of this reproduction is dependent upon the quality of the copy 
submitted. Broken or indistinct print, colored or poor quality illustrations and 
photographs, print bleed-through, substandard margins, and improper 
alignment can adversely affect reproduction. 
In the unlikely event that the author did not send a complete manuscript 
and there are missing pages, these will be noted. Also, if unauthorized 
copyright material had to be removed, a note will indicate the deletion. 
UMI Microform 3357091 
Copyright2009 by ProQuest LLC 
All rights reserved. This microform edition is protected against 
unauthorized copying under Title 17, United States Code. 
ProQuest LLC 
789 East Eisenhower Parkway 
P.O. Box 1346 
Ann Arbor, Ml 48106-1346 
ii 
Graduate College 
Iowa State University 
This is to certify that the doctoral dissertation of 
Ravindra Thamma 
Has met the dissertation requirements of Iowa State University 
"ajor Professor 
For the Major Program 
Signature was redacted for privacy.
Signature was redacted for privacy.
Ill 
TABLE OF CONTENTS 
LIST OF FIGURES vi 
LIST OF TABLES viii 
ABSTRACT ix 
CHAPTER I INTRODUCTION 1 
Statement of Problem 2 
Purpose of the Study _ 2 
Assumptions of the Study 3 
Limitations of Study 3 
Research Questions 4 
Research Hypotheses 5 
Definition of Terms 6 
CHAPTER II LITERATURE REVIEW 7 
AGV Layout System 7 
Conventional AGV Layout System 7 
Tandem AGV Layout System 8 
Current Methods for AGV Tracking 9 
Method to Find the Position 13 
Sensor Application for Distance Measurement and Positioning 14 
Interview with the Technical Consultants 16 
Summary of Literature Review 18 
IV 
CHAPTER III METHODOLOGY 19 
Algorithm Development 19 
Distance Estimation of an AGV from the Base Station 20 
Base Station 20 
Mobile Unit 21 
Counter Program to Estimate Time 22 
Estimation of the Position and Orientation of the AGV 24 
Estimating the Head and Tail Coordinates 25 
Determining the Orientation of the AGV 29 
Ab solute N avigation Algorithm 31 
Steps in the Absolute Navigation Algorithm 34 
Control Software Development 37 
Data Area 42 
Setting Preferences for the Application 45 
Algorithm for Sending the Signals to the AGV 51 
Partial Navigation 54 
Source Code Details of Control Software 55 
Mobile Platform for AGV 74 
Testing the AGV and Collecting Data 75 
Summary of Methodology 78 
CHAPTER IV DATA ANALYSIS 80 
Sample Size 80 
Regression Models 81 
V 
Time Elapsed and Accuracy to Identify the AGV Position 82 
Effect of Position Error with Different Frequencies 85 
Mean Travel Times of the Tracked and Trackless Navigation 86 
Deviation of the Path during Navigation 87 
CHAPTER V CONCLUSIONS AND RECOMMENDATIONS 90 
Conclusions from this Study 90 
Recommendations for Further Study 92 
REFERENCES 93 
ACKNOWLEDGMENTS 96 
APPENDIX 97 
(APPENDICES CAN BE FOUND ON THE ACCOMPANYING COMPACT DISK.) 
VI 
LIST OF FIGURES 
Figure 2.1 Conventional AGV Layout 8 
Figure 2.2 Tandem AGV Layouts 9 
Figure 2.3 Effectiveness of Different Types of Position Transducers 16 
Figure 3.1 Block Diagram for a Base Station 20 
Figure 3.2 Custom-Built Amplifier from OPA404KP-ND for Base Station 21 
Figure 3.3 Block Diagram for the Mobile Unit 22 
Figure 3.4 Custom-Built Amplifier from OPA404KP-ND for Mobile Station 22 
Figure 3.5 Triangles Formed by the Sensors at the Base Station and the Vehicle 24 
Figure 3.6 Triangles Formed by Connecting the Sensors and Transmitter 25 
Figure 3.7 Possible Orientations of the Triangle 25 
Figure 3.8 Steps Taken to Estimate the Unknown Vertex 26 
Figure 3.9 Possible Positions of the AGV on its Way to Final Position 33 
Figure 3.10 Snapshot of the Running Program 3 8 
Figure 3.11 Application Area Showing the Position of the AGV 39 
Figure 3.12 Control Pad Containing Various Controls to Move the AGV 40 
Figure 3.13 Snapshot of the Data Area Displaying the Important Data 43 
Figure 3.14 Customizable Options for the Application 45 
Figure 3.15 Customization of the Sensor/Transmitter Position on the Base Station 46 
Figure 3.16 Customization of the Sensor Details on the Base Station 47 
Figure 3.17 Input Parameters for the Regression Model for the Sensors 48 
Figure 3.18 Customization of the AGV Details 49 
Vil 
Figure 3.19 Customization of the Home Position 50 
Figure 3.20 Customization of the Locations for Input/Output Files 51 
Figure 3.21 Sending Signals to Move the AGV for A Specified Time 54 
Figure 3.22 Flow Chart of Partial Navigation 55 
Figure 4.1 Deviation Plot from Tracked Navigation Approach 88 
Figure 4.2 Deviation Plot from Trackless Navigation Approach 89 
viii 
LIST OF TABLES 
Table 3.1 Parameters of AGV 75 
Table 3.2 2x2 Factorial Design of 32.8 KHz Transducer and Elapsed Time 77 
Table 3.3 2x2 Factorial Design of 40 KHz Transducer and Elapsed Time 77 
Table 3.4 2x4 Factorial Design of Ultrasonic Frequencies and Elapsed Time 78 
Table 4.1 Minimum Sample Size Required for Statistical Significance in this Study 80 
Table 4.2 Correlation of Predictor Variable to the Predicted Variable 81 
Table 4.3 Model Summaries (Coefficients of Determination) 82 
Table 4.4 ANOVA Tables of the Regression Models 83 
Table 4.5 ANOVA Table of the 32.8 KHz Ultrasonic Frequencies 84 
Table 4.6 ANOVA Table of the 40 KHz Ultrasonic Frequencies 84 
Table 4.7 ANOVA Table of the 32.8 and 40 KHz Ultrasonic Frequencies 85 
Table 4.8 Descriptive Statistics for the Position Error 86 
Table 4.9 Mean Travel Times of the Tracked and Trackless Navigation 87 
Table 4.10 Descriptive Statistics for Deviation of AGV's Path 88 
Table 5.1 Benefit of Analysis between Tracked and Trackless Navigation 91 
IX 
ABSTRACT 
Automated Guided Vehicles (AGVs) are based on a physical track system that greatly 
limits the ability of the AGV to adapt to changing needs. If the physical track system 
could be replaced with a trackless AGV, its flexibility could be greatly enhanced. For an 
AGV to navigate to a known position by trackless means, it should have the capability to 
locate its own position relative to a global position. 
This research utilized an ultrasonic distance measurement system based on time-of-
flight theory to estimate AGV triangulation position. This study also focused on an 
adaptive navigation and control system that would situate the AGV at any arbitrary 
position and with an arbitrary two-dimensional attitude. Absolute navigation and control 
instructions were based on simple control command statements. 
The absolute navigational algorithm was designed to navigate the AGV with the least 
possible deviation from a specified path. With the adaptive approach, the AGV can 
correct its ground track before an unacceptable position error has occurred. A statistical 
study based on distance and position error, their correlation, and the predicted position 
error was necessary to test the performance of the new trackless system. 
To validate this approach, the trackless method was compared with the existing 
tracked navigation system from several aspects including the duration of ground track 
completion time. The results from the test runs gave a good insight into the trackless 
AGV navigation system and the corresponding position error. 
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CHAPTER I 
INTRODUCTION 
Chang, Wang, & Wysk (1998) pointed out that the major improvements in the use of 
tools occurred during the Stone Age, when humans learned how to develop and use hand 
tools. However, the development of modern machinery and tools started during the European 
Industrial Revolution in the mid 1700's. These tools added power and precision to the work. 
As World War II ended, the necessity for more complex tools was realized. Woolvich 
(1987) wrote that the production systems had to adapt to a new invention called numerical 
control (NC). NC was the first system adopted for which skilled workers were not required, 
and machines could be controlled by other means. Woolvich indicated modern industrial 
robots evolved from NC machine tools, and robots are currently used in flexible automation. 
Rehg (1997) wrote that in 1954, George C. Devol designed the first programmable 
Robot, named Universal Automation, and, in 1961, General Motors installed the first 
industrial robot on a production line. With these events, Robots began to be incorporated into 
the manufacturing system and started to replace skilled labor. 
Leontief & Duchin (1986) indicated that digital computers were capable of 
integrating with manufacturing operations. The advancements in computer technology 
impacted all levels of manufacturing from operating systems to the actual computer 
developers and users. 
One pinnacle of development in the manufacturing system was the invention of the 
Automated Guided Vehicles (AGV). Black (1991) defined the AGV as material handling 
equipment that works in cells without human intervention. Yu & Egbelu (2001) added that 
the application of the AGV in flexible manufacturing systems (EMS) has placed greater 
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demand on automated material handling systems and has become an essential part of FMS 
due to their flexibility and adaptive behavior. At the present, AGVs are based on a physical 
track that helps the AGV to navigate. Dixon & Henlich (1997) discussed that the flexibility 
of AGV is greatly limited due to their physical track. If the present track system is eliminated 
and the AGVs is made trackless, flexibility can be enhanced. Thus, there was a need to 
develop an AGV system which eliminated the physical track. 
Statements of Problem 
There were four main problem associated with the study. The first problem addressed 
in this study was to predict position error as a function of the distance between the AGV and 
the ultrasonic sensors used for triangulation, and if the time elapsed between two consecutive 
ultrasonic pings affects the accuracy to identifying the AGV position. The second problem 
was to determine the ultrasonic frequency that gives the most accurate position when 
ultrasonic sensors of different operating frequencies are used. The third problem was to 
determine the probability of deviation of the AGV from its ground track on the way to its 
destination. The fourth problem was to determine the difference between the times taken to 
travel the same distance on the same ground track by using the tracked and trackless 
navigation methods. 
Purposes of the Study 
The purposes of this study were: 
1) To determine a statistical model for predicting the position error of the AGV. 
2) To determine which ultrasonic frequency gives the most accurate position 
when ultrasonic sensors of different operating frequencies are used. 
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3) To determine amount of AGV deviation from normal course when the AGV is 
on the way to its destination. 
4) To compare the performance characteristics of tracked and trackless systems. 
Assumptions of the Study 
The following assumptions were made to help guide progress of the study: 
1) The research idea is valid. 
2) The environmental conditions under which the experiment runs will remain the 
same throughout the process of data collection. 
3) The observations within each sample will be randomly sampled. 
4) The distributions of score on the dependent variable will be normal in the 
population from which the data were sampled. 
5) The distributions of score on the dependent variable will have equal variance. 
6) Independent variables were measured with least error and the errors are random 
and normally distributed. 
7) The performance of the AGV in the experimental setup and the industrial setup 
will remain identical. 
Limitations of the Study 
The research was being conducted in view of the following limitations: 
1) The system computer used during the development research is a computer with 
Pentium VI 2.4Ghz Central Processing Unit, memory of 1024 RAM, and 40 
gigabyte hard-drive space. The computer clock speed may be too slow for the 
real-time features to happen in real-time. 
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2) National Instrument's Multifunction DAQ card, NI 6023 having resolution of 100 
kS/s, 12-Bit. The card resolution may not be sufficient for signal processing to 
the desired degree. This may affect the interpretation of the received signal. 
3) The developed program uses National Instrument's counter card, NI 6602 that 
sends and receives signals from the Robot. NI-6602 is card has resolution of 16-
Bit and clock speed of 80 MHz. The card resolution and clock speed may not be 
sufficient for the signal processing to the desired degree. 
4) Bouncing of ultrasonic signals will not be controlled in the study. Bounced 
signals can cause harmonic disturbance to the other signals allowing the Robot to 
receive and send signals at wrong time. 
5) The wheeled platform will be used as the AGV has a radius of twelve inches. 
Due to the size of the AGV, it may have physical limitations when compared with 
other sized vehicles. 
Research Questions 
Four research questions were to be answered by this study: 
1) Can a statistical model be developed to predict AGV position error? 
2) Which ultrasonic sensor gives better position results when ultrasonic sensors of 
different operating frequencies are used? 
3) What is the probability of deviation of AGV from its ground track on the way to 
its destination? 
4) Will the travel times differ between the tracked and trackless navigation methods if 
the distance as well as shape of ground track remains the same? 
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Research Hypotheses 
The null and alternative hypotheses for this study were as follows: 
Hoi : It is not possible to predict the position error if the distance between the AGV and the 
ultrasonic sensors used for triangulation (all |3 = 0). 
Ha%: It is possible to predict the position error if the distance between the AGV and the 
ultrasonic sensors used for triangulation (all (3 7^ 0). 
H02: There is no difference in mean position error when the ultrasonic sensors with different 
operating frequencies are used. 
Ha2: There is a difference in mean position error when the ultrasonic sensors with different 
operating frequencies are used. 
Ho3: There is no difference between mean travel times of the tracked navigation method and 
that of the trackless navigation method provided the distance as well as shapes of ground 
track remains the same. 
Ha3: There is a difference between mean travel times of the tracked navigation method and 
that of the trackless navigation method provided the distance as well as shapes of ground 
track remains the same. 
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Definition of Terms 
AGV: Automatic Guidance Vehicles (AGVs) are material handling equipment that works in 
cells without human intervention Black (1991). 
Position error: Position error is the difference between the actual position and the displayed 
position on the computer. 
Line tracking sensor: A sensor that assists the AGV in following the preset path, a black line. 
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CHAPTER II 
LITERATURE REVIEW 
The following areas were reviewed for the proposed development of this project: (a) 
present AGV layout system, (b) current methods for AGV tracking, (c) triangulation to find 
position, and (d) sensor applications for distance measurement and positioning. 
AGV Layout System 
Yu & Egbelu (2001) classified AGV system layouts into two main types: namely, (1) 
conventional layout and (2) tandem layout. 
Conventional AGV Layout System 
In a conventional layout system, several vehicles are used; each vehicle is allowed to 
serve any station in the system. This layout has a major disadvantage of traffic congestion or 
conflict that occurs because a roaming AGV can run into another on the single track 
available. When numerous vehicles are present in this layout, the conventional systems 
become extremely complex and intricate to control. 
The consideration of several important issues including flow path design, number of 
vehicles required, location of pickup and drop-off points, vehicle dispatching, and traffic 
control strategy need to be considered before the implementation of a conventional AGV 
system. These five variables increase the algorithm complexity for the solution. 
The advantage of a conventional layout system is that these systems have better 
breakdown tolerance. This is due to the use of several vehicles in the layout; when one 
breaks down, a different one can be substituted immediately. As there are several vehicles in 
a conventional layout system, the workload can be balanced between the vehicles. Figure 2.1 
shows the flow of the AGV in a conventional layout system. 
8 
A$y TRACK Workstation 1 
AGV) 
Material C 
CONVENTIONAL LAYOUT 
Figure 2.1 Conventional AGV Layout 
Tandem AGV Layout System 
In an attempt to rectify the limitations of the conventional AGV system, a new layout 
system, called tandem AGV layout, was introduced (Bozer & Srinivasan, 1989, 1991). 
Figure 2.2 shows the flow of an AGV in a tandem layout system. Tandem AGV 
layout is based on the placement of all stations, which do not overlap, and single vehicle 
closed loops or zones become the transfer points. These stations may also act as interfaces 
between additional adjacent loops. 
The disadvantages of a tandem layout system are: 1) only one AGV per loop which 
increases the number of load pickup and drop-off points per vehicle; 2) increased floor space 
requirement; 3) increased transfer station installation cost; 4) decreased tolerance for system 
breakdowns (when an AGV fails, no back up is readily available as only a single AGV is 
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deployed to work in the loop); and, 5) high workload on the AGV using this system as 
compared to the conventional AGV layout. 
The advantages of the tandem AGV systems are the ease of control due to the single 
vehicle in the loop and a reduced system complexity. A single vehicle causes no conflicts or 
traffic congestion in a tandem layout. 
AGVTRACK 
Material Ce 
TANDEM LAYOUT 
Figure 2.2 Tandem AGV Layouts 
Current Methods for AGV Tracking 
In both conventional and tandem layout systems, an AGV requires a navigation 
system to follow the specified route. Siemens (2003) explained different methods of AGV 
navigation as well as their advantages and disadvantages. The methods are: 1) wire guided, 
2) inertial guided, 3) laser guided, 4) grid, and 5) chemical path guided. The most popular 
methods are wire, inertial, and laser guided systems. The current methods for AGV tracking 
are the Global Positioning System (GPS), magnetic compass, and dead reckoning. 
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According to Siemens (2003), wire guided systems have been available since the 
invention of the AGV in the early 1950s. The wire in the floor slot carries a low voltage, 
milliamp strength high frequency signal in megahertz (MHz). The wire guided AGVs have 
sensing devices under their frames to detect the signals coming off the wire allowing the 
AGV the ability to be directed. 
A gyroscope-based system called Inertial Navigation Systems (INS) was introduced 
in the early 1990s (Siemens, 2003). In this system, the vehicle has a Computer Aided Design 
(CAD) type map of the system layout in its memory. The vehicles steer by comparing 
information from the gyroscope and odometer with the data from the map and make the 
necessary course corrections accordingly. 
Laser Navigation Systems were introduced in the early 1980s (Siemens, 2003). These 
systems are based on target triangulation, which keep the vehicles on course. The vehicle is 
equipped with a rotating laser beacon mounted approximately seven feet above the floor. 
This beacon scans 360 degrees around the vehicle for laser targets mounted on columns, 
walls and other areas. The reflections from these targets are measured relative to angles from 
the vehicle and triangulated to allow the vehicle to determine its position. This position is 
compared to a CAD type map stored in the vehicle's memory. The targets are typically 
located 20 to 30 feet apart on both sides of the path, to provide sufficient navigation 
resolution (Siemens, 2003). Laser navigation systems have obtained tracking accuracy of 
about + / - 1 inch. But, as Siemens points out, laser navigation systems have high initial 
expenses as well as maintenance expenses. 
A grid navigation system relies on a floor pattern to guide the AGV. This floor 
pattern can be a grid of magnets, wires, colored tiles, RF devices, etc. Siemens (2003) wrote 
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that an AGV would monitor its position along the grid following a pre-established route in an 
onboard memory. In a grid navigation system, the AGVs travel is based on the pattern 
designed into the floor. The AGV cannot deviate from the pre-established route programmed 
in the memory. 
A chemical path navigation system employs an optical guidance system on board the 
AGV. Typically, a chemical line is applied to the floor surface (Siemens, 2003). Under 
normal lighting conditions, the line is not visible. However, the AGV utilizes a special path 
illumination light under the vehicle to detect the floor line and thereby track its path. This 
type of path is not used typically in factories or warehouses because the floor line needs to be 
re-applied periodically as the abrasion caused by other vehicles wears off the line. For a 
chemical path navigation system, an AGV cannot deviate from the pre-established chemical 
line that has been applied to the floor surface. 
GPS can be used to identify the position of an AGV. This navigation method works 
with the triangulation principle. GPS triangulates the signal between earthbased equipment 
and 24 orbiting satellites. These satellites are launched into special locations for positioning 
through or by the GPS system. They rotate about 20,000km about the earth, and the obtained 
information is available to everyone free of cost. If all the signals from the satellites were 
received and processed, this system would be highly accurate; however, according to Getting 
(1993), the GPS's microwave signal receptions are weak and cannot be received indoors. 
Weak or missing microwave signals can cause position errors for AGVs. 
Another drawback is GPS's size. To receive signals from 24 orbiting GPS satellites, 
the equipment required for reception and processing must be fairly large and will occupy 
large amounts of space on the vehicle. AGVs are required to carry heavier payloads and 
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need positional accuracy when working indoors. However, due to GPS receiver's large size, 
limited accuracy, and satellite visibility requirements, this system is not appropriate to use 
inside an enclosed area (Getting, 1993). 
A digital magnetic compass (DMC) is used to locate the position and orientation of an 
AGV. The measured value is then transmitted to the AGV manipulator or controller. The 
digital magnetic compass is simple and inexpensive. However, the DMC is limited in 
accuracy and reliability. Accuracy of the magnetic compass is affected by surrounding 
magnetic fields. In industrial settings, electrical motors and wiring carry interfering magnetic 
fields. Under varying magnetic fields, the accuracy of a compass changes and its readings are 
not reliable. So, a DMC is unreliable in finding the position and orientation of an AGV. 
The dead reckoning method relies on the speed and starting point of an AGV. If the 
starting location, or the sequence of delta offsets (vectors), and the speed of the AGV are 
known, then the position of the AGV can be calculated based on lapsed time. The dead 
reckoning method uses no extra hardware, so there is no overhead expense. 
The dead reckoning method is inaccurate due to the integration and slippage of the 
wheels (Borenstein, Everett, & Feng, 1996). The slippage of the wheels is caused by lack of 
friction between the ground and the wheel. To minimize this problem, the track of an AGV 
requires the same coefficient of friction. Slippage is also caused by problems with the motor. 
To minimize this effect, highly precise stepper motors can be used. If any factor affecting 
the dead reckoning method is changed, calculation of the position will be wrong. This 
method requires regular calibration, and unfortunately the tolerance will vary for every AGV. 
Fukuda, Ito, Oota, and Arai (1993) indicated that the dead reckoning method causes 
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accumulated error on or in position and orientation. This method is not used often due to 
problems with its precision and reliability. 
The current AGV sets of vehicles are not flexible, as they use the present navigation 
systems based on the wire, grid, chemical lines, or preprogrammed onboard memory. These 
track systems limit the flexibility of and possess problems for current AGVs. These 
problems can be solved if the vehicles can move without pre-determined tracks, and if they 
have the ability to deviate from routine routes. 
Methods to Find the Position 
The SENCAR AGV uses infrared beacons mounted on the ceiling to triangulate the 
position (Rathbone, Valley, & Kindlmann 2000). In a NAVSTAR satellite navigation 
system, wave pulses are transmitted and received (Milliken & Zoller, 1978). The distance 
and the direction the signals originate from are measured and can be used to triangulate a 
coordinate. The AT&T Lab has also developed a low cost infrared location system that uses 
triangulation to find a position (Miller, Wagner, & AT&T Bell Laboratories 1988). 
A low cost ultrasonic 3D position estimate system has been developed that uses the 
actual time of flight (TOP) from the transmitter to the receiver (When & Belanger, 1997; 
Mahajan &Figueroa, 1999). Ray, Unnikrishanan, & Mahajan (2002) used an ultrasonic 
positioning system based on the difference between the time of flight of the sound waves for 
various sensors. Madsen & Andersen (1998) used triangulation of the robot's position by 
using three landmarks. Zeng, Yuan, Song, and Zhang (1999) used laser beams to measure 
distance. The distance has then been used for triangulation. Kuang & Morris (1999) claimed 
to replace the conventional triangulation technique for co-ordinates with a matrix model and 
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he also improved the triangulation algorithm by using a matrix model. Demirli and Turksen 
(2000) used Fuzzy triangulation to identify a robot's positions and orientation. 
Sensor Applications for Distance Measurement and Positioning 
Benet, Blanes, Simo, & Perez (2002) used infrared sensors for measuring the 
distance from a known point to mobile robots. He claimed that infrared sensors were lower 
in cost and had a faster response rate than ultrasonic sensors. Abreu, Ceres, Calderon, 
Jimenez, & Gonzalez-De-Santos (1999) used ultrasonic and electromagnetic waves to 
measure the 3D-position of a walking robot. 
Ghidary, Tani, Takamoroi, & Hattori (1999) used ultrasonic and infrared sensors to 
position a home robot. Park, Chung, Choi, & Lee (1997) used dead reckoning for 
positioning a robot named Autonomous Mobile Robot (AMR). Park (1997) combined a 
differential encoder and a gyroscope to attain a reliable position and heading of AMR 
without any external positioning system. 
Han, Han, Cha, Hong, & Hahn (2001) used an ultrasonic sensor to track a moving 
object. He was successful in detecting the position and velocity of the moving object. Feng-
Ji, Hai-Jiao, & Abe (1998) used two sonar sensors to determine the location of a mobile 
robot. Hueber, Osterman, Bauemfeind, Raschofer, & Hagleauer (2000) proposed and 
developed an ultrasonic distance measuring technique for robotic application. Hueber's 
system found the distance between an ultrasonic transmitter and sensor by the time of flight 
and Doppler frequency shift. 
Numerous studies have been conducted on position determination using ultrasonic 
sensors. An ultrasonic system uses the time it takes sound waves to travel from a transmitter 
15 
to a sensor for measuring distance. These ultrasonic systems have been characterized 
traditionally by low accuracy and reliability due to the confounding reflections of the 
transmitted signals off metallic objects and limited range (Ciarcia, 1984; Garland, 1992). 
Ray, Unnikrishanan, & Mahajan (2002) list a number of factors that cause increased 
errors when ultrasonic systems are used. They include: 
• Change in the environmental conditions 
• Delay in the electronic circuitry 
• Accuracy of flight time 
• Noise in the data acquisition 
• Misalignment between the transducers 
• Mismatch between the frequency response of the transducers 
• Multiple reflections 
There are systems available in the market to overcome some of the above-mentioned 
problems. But, these systems are too large and expensive for operation according to Navrro-
Serment, Paredis & Khosal (2000). Navro-Serment (2000) proposed and developed a new 
system that reduces errors by addressing some of the causes for them. They also used floating 
points for triangulation and increased the flexibility of their system. These researchers used 
an acoustic cone made of aluminum and placed it above the receiver. This acoustic cone 
allowed the ultrasonic sound waves to be collected from any direction. 
There are numerous technologies that can be used for distance measurement. The 
National Instruments explains how to select one of these technologies based on cost, 
accuracy, and maximum range. Figure 2.3 shows the typical performance of some position 
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transducers as compared by range, accuracy, and cost. Figure 2.3 shows Ultrasonic sensors to 
have high accuracy and moderate (US $50- $500) cost. 
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Figure 2.3 Effectiveness of Different Types of Position Transducers 
Interview with the Technical Consultants 
In addition to conducting literature reviews, the researcher approached and 
interviewed technical consultants from a variety of fields. These technical consultants 
included professionals from the fields of mechanical engineering, industrial technology, 
electronics, physics, information technology, and AGV operations. A copy of letters from 
these technical consultants is included in Appendix A. Some of their comments were as 
follows: 
AGV can help immensely in large manufacturing units and reduce costs significantly 
(Sista, 2004). A widespread use of the trackless navigation system of AVG in manufacturing 
could have its own implications for associated commercial applications. Well-known 
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packages in the area of Enterprise Resource planning (ERP) will have to provide interfaces to 
the AVG driven applications. This is going to enrich the ERP and other commercial 
applications to a great degree. 
Sista (2004) suggested that the complete concept needs to be exploited before 
developing or testing a particular part of this system. Sista said exploring the complete 
system will give one a better understanding of the requirements of software and is very likely 
to change the way in which the software for manufacturing applications will be written. 
Factors such as fuzzy logic and genetic algorithms need to be considered when 
developing software with artificial intelligence algorithm Sista (2004). If this software is 
interfaced with hardware in real time mode the overall performance of the system can be 
debilitated. One of the reasons for this influence is due to reading and writing of data to the 
files that causes setback in command execution. 
Pinapati (2004) said that the concept of trackless AGV, if advanced further, could 
have far reaching implications for a medium to large sized manufacturing set-up. However, 
he believes that such a concept is more appropriate for a large manufacturing setting 
considering the economy of scale. He even suggested that, if applied successfully, a trackless 
AGV could result in the reduction or elimination of millions of dollars unnecessarily spent on 
hardware like tracks, wires, or chemicals. 
Khot (2004) mentioned that the trackless AGV concept will help eliminate human 
intervention in inventory movement and, if it is connected to a warehouse management 
system, could help manage the material inventory very efficiently. By reducing the 
procurement time, the trackless AGV concept could save industry a lot of money. Khot 
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suggested a reprogrammable AGV to solve and to reduce the cost of reengineering physical 
tracks. 
Johnson (2004) mentioned the trackless AGV as a useful tool in the manufacturing 
industry. He also suggested the amount of precision to properly position materials within 
reach of a robotic arm for placement into an automated cell. His suggestion required 
placement to within approximately 8-10 inches. 
Summary of Literature Review 
The researcher has found that the current technology being used for AGV design is 
based on a track system that limits flexibility and movement. A new trackless navigational 
system is proposed to enhance the flexibility and movement for the design of AGV. The 
researcher, based on the literature reviewed in this document, implemented the triangulation 
technique reported by Madsen & Andersen (1998). Ultrasonic technology as reported in the 
literature review for this study was implemented to assist in the determination of the position 
of the robot at all times. The researcher used a conventional layout, as found in the literature 
about AGV navigation, in the determination of total time for completion when the data was 
collected for both tracked and trackless navigation investigation. This system design 
incorporated ultrasonic measurement because it was the most economically feasible for the 
necessary accuracy for positioning measurement available, as learned by reviewing the 
literature. 
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CHAPTER III 
METHODOLOGY 
This chapter explains the procedure that was developed as well as how it was 
applied to develop a trackless automatic guided vehicle (AGV). It has four parts: 
1. Trackless AGV development 
2. Control software development 
3. Mobile platform for AGV 
4. Testing and Data Collection 
Algorithm Development 
It was necessary to calculate the distance of the AGV from the base stations, as well 
as its position coordinates and orientation. The intent was to update these parameters as the 
AGV moves along. The updated spatial coordinates were used to communicate with the 
AGV about its next move. 
A procedure has been proposed for calculating the distance of the AGV from the 
base station, as well as its position and orientation. The algorithm that gives the position of 
the AGV at a given instant uses the distance of the AGV from the base station as one of its 
inputs. As the name suggests, the AGV is supposed to guide itself without any external 
command. Hence, an approach has been proposed for its self-guidance. This self-guidance 
system is called the absolute navigation. Control software was developed which simulated 
the procedure and hence, exhibited its application to the AGV. The detailed description of 
the procedure for the aforesaid parts is described below. 
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Distance Estimation of an AGV from the Base Station 
To estimate the distance of the AGV from the base stations, a distance measuring 
system(DMS) was used. The DMS consisted of three parts - the base stations, mobile unit, 
and a time counter program, written in C++. The DMS has four identical base stations that 
transmit the ultrasound signal to be received by the mobile unit. Also, the base station 
receives the radio signal emitted by the mobile unit in response to the ultrasound signal 
received from the base station. The position coordinates of a mobile unit vary continuously. 
The DMS measures the distance between the base station and the mobile unit by measuring 
the time of flight of the ultrasonic pulse to the mobile unit. The base station transmits the 
ultrasonic pulse, which is received by the mobile unit, and a radio frequency is transmitted 
back in response. The base station recognizes the response and calculates the time of flight, 
which is the time elapsed between the ultrasonic signal sent and the radio signal received. 
The base stations are fixed, hence their coordinates are preset. The features and the 
functions of the various parts constituting the DMS are as follows: 
1. Base Station: 
A base station consists of five parts, an ultrasonic transmitter, an amplifier, a 
counter, a function generator, and a radio frequency receiver, as shown in Figure 3.1. 
Signal out 
Signal in Counter 
Amplifier 
Function 
Generator 
Figure 3.1 Block Diagram for a Base Station 
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A NI 6602 counter card was used as a function generator that produced square 
waves of 5 V p-p signals of 32.5 KHz and 40 KHz. The program to control the card output 
was written in C++ and the details of this program can be found in Appendix B. The 
generated signal was then fed to the custom-built inverting amplifier from OPA404KP-ND, 
as shown in Figure 3.2 and also to a NI 6602 counter card. As soon as the signal was 
received, the counter latched itself to zero and started counting the time. The NI 6602 
counter card was set at 20 MHz clock speed. The counting process continued until a signal 
from the RF receiver to unlatch the counter, was received. Tthe signal from the function 
generator was amplified to 20V p-p by using the amplifier gain of four and was fed to an 
ultrasonic transmitter. 
Figure 3.2 Custom-Built Amplifier from OPA404KP-ND for Base Station 
2. Mobile Unit: 
The mobile unit, installed on an AGV itself, received the ultrasound signal from 
the base station and transmitted the radio signal in response. The intent was to update the 
position coordinates of the mobile unit continuously as the AGV moved along. The 
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mobile units consisted of an ultrasonic receiver, RF transmitter, amplifier, and micro 
controller, as shown in Figure 3.3. 
Receiver Amplifier 
Microcontroller 
RF 
Transmitter 
Figure 3.3 Block Diagram for the Mobile Unit 
When the ultrasonic pulse reached the ultrasonic receiver, the signal was processed 
through a custom-built inverting amplifier from OPA404KP-ND, fig. 3.4. 
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Figure 3.4 Custom-Built Amplifier from OPA404KP-ND for Mobile Station 
The amplified signal was then fed to a Basic Stamp 2SX micro controller. The 
micro controller measured the pulse width of the signal. The RF signal was transmitted to 
the base station after it sensed an appropriate pulse. The micro controller was programmed 
using P-Basic, the details of this program can be found in Appendix C. 
3. Counter Program to Estimate Time 
This program is used to write the counter value in text format. It measured the 
number of counts between the latch and unlatch period. Further details of this program can 
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be found in Appendix D. The number of counts was then multiplied by the average time 
period between any two adjacent counts. 
The resulting time of flight is found from: 
T = C (l/20MHz) (1.1) 
= C (0.000000005) 
Where C = number of counts, T = time of flight in seconds. 
To minimize the error of obtained time, the average of four consecutive time values 
was used as the time of flight. 
Ta = (T1+T2+T3+T4)/4 (1.2) 
Where Ta = average time of flight in seconds. 
The numeric value of the average time of flight was saved in a text file. Once the 
average time of flight (Ta) was known, the distance could be found by using the following 
equations: 
Distance traveled by the ultrasound wave is given by: 
do = VT, (1 J) 
where V= velocity of propagation, T = time of flight in seconds, do = Distance 
traveled in inches. 
The actual distance, d, is calculated by the control program, which accounts for any 
delay time caused the electronic circuit. The actual distance travel is given in inches. 
d = [V(T,-t)] (1.4) 
where t = time elapse across the electronic circuit, which is measured physically. 
d = [331 (Ta-t)] (1.5) 
Velocity (V) is speed of sound and travels at 331m/s. 
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Estimation of the Position and Orientation of the AGV 
After the distance computation of the AGV from the four different base stations, the 
position estimation process was begun. This process is a combination of two separate, 
independent algorithms: 
1. For estimating the position, i.e., the coordinates (x, y) for the AGV's head and tail, 
and 
2. For determining the orientation of the AGV. 
To determine the position and orientation of the AGV, a triangulation approach was 
adopted where the sensors formed a triangle, as shown in Figure 3.5. One of the vertexes of 
one of the triangles was the head position of the AGV, while the tail was one of the 
vertexes of the second triangle of the AGV. The triangulation algorithm then was used to 
determine this unknown position of the vertex and hence the position of the AGV. 
Figure 3.5 Triangles Formed by the Sensors at the Base Station and the Vehicle 
Two sensors were placed on the AGV unit at the head and tail positions 
respectively. These sensors formed two triangles, as shown in figure 3.5. As the positions 
of the sensors on the base station were known, the only unknown vertex in the triangle was 
either the head or the tail of the AGV. Determining the position of these vertices gave the 
Robot 
Location on Base Station Base 
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position of the AGV. The further subsections explain the process of estimating the position 
and orientation for the AGV in detail. 
Figure 3.6 below shows the triangles formed during the execution for the program. 
The vertices B, E, C, and F were at the base of the triangle. The vertices A and B were the 
head and the tail of the AGV, respectively. 
Figure 3.6 Triangles Formed by Connecting the Sensors and Transmitter 
The triangulation algorithm (Figure 3.7) was used for determining the head 
position, i.e., coordinates for the vertex A. The same algorithm was used to determine the 
tail position, i.e., the coordinates for the vertex B. The figure also illustrates the different 
possible positions of the head/tail of the AGV during the execution of the program. 
Estimating the Head and Tail Coordinates 
A (Head) 
A A A 
B C 
h 
a B a C B a C 
Figure 3.7 Possible Orientations of the Triangle 
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The following flowchart (Figure 3.8) shows the steps taken to estimate the unknown 
vertex for all the given cases. 
Readtte time of flight 
Bom their text files. 
•f the 
triangle 
Nn 
Stop 
Is the angle 
at vertex C 
an acute 
a [file? 
Convert these angles into interior 
Rotate back all points by the 
negative oftte 'RotAngle' 
Calculate the angle between the base 
and the X-Axis. Let it be 'RatAnph' 
Calculate the area and gst the height of the 
A.x = B.x +c*cos(argle atwrtexB) 
A.y= B.y+c*sii<angk at vertex B) 
A.x = C .x - b*cos(ang]e at vertex C) 
Ay= C.y+b*sm(angle at vertex C) 
Calculate the angles of the two vertices at the 
base of the triangle usine the arc sire formula. 
RrlaîÈ allpoiMUbbout&b&avatKX (gypcmt B)ttun.alt6fltob5« of the triangle psraMtD the 
X-Axis 
Concert the time of flight values into their distances. 
These aie tie sides of the triangle. 
Figure 3.8 Steps Taken to Estimate the Unknown Vertex 
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Here, in detail, is the algorithm used to estimate the unknown vertices: 
Step 1 : The average time of flight was obtained by saving the counter value in a text file; 
then the distances of the sides of the triangle were computed (i.e., a, b, and c). 
Step 2: The area of the triangle was calculated using the formula: 
Area = -Js * (s - a)* (s - b)* (s - c) 
Where 's' was the semi-perimeter of the triangles = a + ^ + c  
Step 3 : In the next step, the height of the triangle was calculated using the formula -
. 2 * Area height (h) -
base length 
Step 4: Also the angle at the vertices B and C were obtained using the arc sine formulas. 
fheight^ 
a. Angle C = sin -i 
b. Angle B ~ sin -1 
b 
^ height^ 
\ c J 
Step 5 : As only interior angles were used in the algorithm, it had to be determined if 
these angles were the exterior ones or the interior ones. If side ('c') was greater 
than sides, ('a') and, ('b') then the angle obtained (i.e., Angle C) was the exterior 
angle. The supplementary angle was used instead. Similar calculation was 
performed for the angle B, opposite to the other side ('b'). 
Step 6: For the algorithm to work in a desired manner, the base of the triangle had to be 
parallel to the x-axis. The angle the base made with the x-axis was calculated by 
taking the arc cosine of the dot product of the unit vector of the base and the unit 
vector of the x-axis. 
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a. The dot product of any two vectors VI and V2 was obtained by the 
expression 
Vlx*V2x + Vly*V2y + Vlz*V2z where ('x'), ('y'), and ('z') are the 
components of the vector representing the different coordinate's axis. 
b. The angle the base vector made with the x-axis was obtained by taking the 
of the dot product, i.e., arc cosine 
9 = cos 1 (Vlx * V2x + Vly * V2y + Viz * V2z ) 
c. If the ('y') coordinate of the vertex C was greater than the ('y') coordinate of 
the vertex B, then the angle was multiplied by -1 to obtain the negative of 
the angle. 
Step 7: All the vertices were rotated by this angle to obtain their rotated points. The 
equation for rotation is as shown below: 
cos# - s in#  0  
sin 9 cos 9 0 
0 0 1 
where '0' is the angle of rotation. 
a. Before rotating all the points around vertex B, the points were translated by 
the distance equal to the distance of the vertex B from the origin. 
b. After rotation, all the points were translated back by the same distance to make it 
look as if the points were rotated about vertex B. The translation equations are: 
1  0  t x ~  
0 1 ty 
0 0 1 
Step 8: The above steps were simplified to give the equation for vertex C in two 
dimensions: 
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Cx = Cos9( Cx - Bx) - Sin 0( Cy - By) + Bx 
Cy = Sin 0( Cx - Bx) + Cos 0(Cy - By) + By 
where 'Cx' is the x-coordinate of vertex C 
'Cy' is y-coordinate of the vertex C 
'0' is the angle of rotation 
Step 9: Then it was checked if the angle at vertex C was acute or obtuse. If the angle 
was acute, then the position of vertex A was given by: 
i. A.x = C.x - b*cos(angle at vertex C) 
ii. A.y = C.y + b*sin(angle at vertex C) 
If the angle was obtuse, then the position of the vertex A was given by 
iii. A.x = B.x + c*cos(angle at vertex B) 
iv. A.y = B.y + c*sin(angle at vertex B) 
Step 10: In the final step, all the points were rotated back by the negative of the angle 
('0'), as used in step 7, to obtain the final position of the vertex A, i.e., the 
position for the head position of the AGV. The steps 1 to 10 were repeated to 
estimate the coordinates of the vertex B, i.e., the tail. 
Determining the Orientation of the AGV 
After the head and tail position of the AGV were determined by using the 
triangulation algorithm, the next step was to determine the orientation of the AGV. The 
following steps served this purpose: 
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Step 1 : The vector connecting the head and tail was determined. 
Vector.x = tail.x - head.x 
Vector, y = tail.y - head.y 
Magnitude = -jVector.x2 + Vector.y2 
The unit vector components were calculated by: 
Vector.x Unit Vector.x • 
Unit Vector.y = 
Magnitude 
Vector.y 
Magnitude 
Step 2: To obtain the angle the vector made with the y-axis, the dot product of this unit 
vector with the unit vector representing the y-axis was calculated. 
a. Unit Vector for y-Axis (axis) = {0.0, 1.0} 
b. Dot product = Unit Vector.x * axis.x + Unit Vector.y * axis.y 
Step 3: The arc cosine of the dot product was taken, which gave the orientation angle of 
the head with respect to the y-axis - 0 = cos"1 {dot product) 
Step 4: The following methods were used to determine if the angle calculated using the 
dot product was in the clockwise or counter clockwise direction from the vertical 
axis. 
a. The cross product of the Unit Vector and the axis Vector was obtained 
which became known as Cross Vector. 
i. Cross Product = 
i j k 
a b c  
d e /  
where a, b, c, d, e, and f were the 
components of the vectors and i, j, k were the direction vectors, 
b. The magnitude of the cross vector was determined as shown in step 3. 
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c. Then, it was converted into a unit vector as shown in step 4. 
d. Since the calculations were in 2 dimensions, the vector to pointing down 
was the vector representing the Z-Axis. The unit vector along the Z-Axis 
was {-1.0, 0.0}. 
e. The dot product of the two vectors was then determined. 
f. If the dot product was equal to +1, then the direction of the angle, between 
the two passed vectors, was clockwise; otherwise, it was counter clockwise. 
Step 5 : If the angle calculated was in the counter clockwise direction, then 0 was 
subtracted from 360°. This gave the orientation of the head from the Y-Axis. 
Step 6: To get the orientation of the tail with respect to the y-axis, 0 was subtracted 
from 180°. If 0 was less than 0°, then 360° was added to 0 to give the final 
orientation of the tail with respect to the Y-Axis. 
Absolute Navigation Algorithm 
This part of the procedure explains how the AGV moves along a trackless path. To 
move the AGV along the required path, a unique algorithm was developed. According to 
this algorithm the current coordinates and orientation of the AGV is determined and 
compared with the desired coordinates and orientation at that point. If the expected and 
present coordinates and orientations were not equal or not within the desired tolerance, the 
AGV steered itself so as to correct its position. The process of dead reckoning was used for 
estimating the desired coordinates and orientation at a given point of time. Dead reckoning 
is the process of estimating your position by advancing a known position using course, 
speed, time and distance to be traveled or, in other words, figuring out where the AGV will 
be at a certain time if the speed, time and course you plan to travel are same. Figure 3.9 
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shows some of the different positions of the AGV during its movement to the final 
position. 
The circles indicate the AGV. The arrow indicates the direction the 'head' is pointing, 
i.e. the orientation of the AGV. The important variables used to explain the algorithm are 
defined as: 
I. 0O - The orientation angle of the AGV obtained from the orientation algorithm. 
II. 0P - Angle the actual path of the AGV makes with the Y-Axis, calculated in the 
clockwise direction. 
a. Determine the unit vector between the starting (s) and final (f) position. 
v.x = s.x - fx; v.y = s.y - f.y; 
Unit Vector (uv)  = v 
b. Determine the dot product of this unit vector with the unit vector along the 
Y-Axis (0.0, 1.0), to get the angle 0P 
Op = uv.x * y-axis.x + uv.y * y-axis.y 
c. Determine the cross product of the above two unit vectors. 
% y & 
Cross Product = a b c where a, b, c, d, e, and f are the components of 
d e /  
the unit vectors and i, j, k are the direction vectors. 
d. Determine the dot product of this cross product vector and the unit vector 
along the Z -Axis (-1.0, 0.0). If the value of the dot product does not equal 
to +1, then Op = 360° - 0P. 
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e. 0P obtained is the angle in the clockwise direction from the Y-axis 
Actual Path of 
the AGV Y-Axis 
Final 
Position 
Starting 
Position 
Figure 3.9 Possible Positions of the AGV on its Way to Final Position 
III. 0S - The angle between the actual path and line connecting the starting position and 
the current center of the AGV. This direction of the angle is from the actual path to 
the line joining the starting position and the current center of the AGV. The method 
used to determine the angle is similar to that used in step 2. 
IV. 0e - The angle between the actual path and line connecting the final position and 
current center of the AGV. The direction of the angle is from the actual path to the 
line joining the final position to the current center of the AGV. The method used to 
determine the angle is similar to that used in step 2. 
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Steps in the Absolute Navigation Algorithm 
1. Determine the current position and orientation of the AGV using the triangulation and 
orientation algorithms respectively. 
2. Determine the shortest distance for the AGV to rotate so that it can align with the 
direction of the path it should take. Also determine the direction (clockwise or counter 
clockwise) to rotate the AGV. 
a. If 0P is greater than 0O 
i. If 0P - 0O is less than 180 then rotation angle 0rot = 0P - 0O and the 
direction of rotation is clockwise. 
ii. If 0P - 0O is greater than 180 then rotation angle 0rot = 360 - 0P + 0O and 
the direction of rotation is counter clockwise. 
b. If Op is lesser than 0O 
i. If 0o - Op is less than 180 then rotation angle 0rot = 0o - 0P and the 
direction of rotation is counter clockwise. 
ii. If 0O - Op is greater than 180 then rotation angle 0rot = 360 - 0O + 0P and 
the direction of rotation is clockwise. 
3. Convert the angle to rotate, into its corresponding time and send the signal to rotate the 
AGV for this time, in the determined direction. 
4. Repeat until the AGV is aligned (or within tolerance limits) with the actual path. 
5. Determine the distance between the current center and the final position, using the 
distance formula. Convert the value obtained to the corresponding time of travel. 
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6. Send the signal to move the AGV for the determined time. While the AGV is moving in 
the determined path check if the AGV has deviated from the actual path. 
a. If direction of 9S is counter clockwise then 
i. If 0P is greater than 0O 
I. If 0P - 0O is less than 180 then rotation angle 0rot = 0P - 0O + 0e and if 
0rot >180 then 0rot = 360 - 0rot and the direction of rotation is 
counter clockwise, else the direction of rotation is clockwise. 
II. If 0P - 0O is greater than 180 then rotation angle 0rot = 360 - 0P + 0O -
0e and if 0rot < 0 then 0rot = |0rot| and the direction of rotation is 
clockwise, else the direction of rotation is counter clockwise. 
ii. If Op is lesser than 0O 
I. If 0O - Op is less than 180 then rotation angle 0rot = 0O - 0P - 0e and if 
0rot < 0 then 0rot = |0rot| and the direction of rotation is clockwise, 
else the direction of rotation is counter clockwise. 
II. If Op - 0o is greater than 180 then rotation angle 0rot = 360 - 0O + 0P 
+ 0e and if 0rot > 180 then 0rot = 360 - 0rot and the direction of 
rotation is counter clockwise, else the direction of rotation is 
clockwise. 
b. If direction of 0S is clockwise then 
i. If Op is greater than 0O 
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I. If 9p - 0O is less than 180 then rotation angle 0rot = 0P - 0o - 0e and if 
0rot < 0 then 0rot = |0rot| and the direction of rotation is counter 
clockwise, else the direction of rotation is clockwise. 
II. If Op - 0O is greater than 180 then rotation angle 0rot = 360 - 0P + 0O 
+ 0e and if 0rot >180 then 0rot = 360 - 0rot and the direction of 
rotation is clockwise, else the direction of rotation is counter 
clockwise. 
ii. If Op is lesser than 0O 
I. If 0O - Op is less than 180 then rotation angle 0rot = 0O - 0P + 0e and if 
0rot >180 then 0rot = 360 - 0rot and the direction of rotation is 
clockwise, else the direction of rotation is counter clockwise. 
II. If 0O - Op is greater than 180 then rotation angle 0rot = 360 - 0o + 0P-
0e and if 0rot <180 then 0rot = |0rot| and the direction of rotation is 
counter clockwise, else the direction of rotation is clockwise. 
Using calibrated values calculate the time that will be taken by the AGV to rotate angle 
- Orot. 
Send signals to rotate the AGV in the determined direction for the calculated time. 
Determine the current position and orientation of the AGV using the triangulation and 
orientation algorithms respectively. 
Check if the distance of the AGV from the intended position is within tolerance limits. 
If it is not then repeat steps 6 to 10 until the AGV is within tolerance limits. 
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11. Determine if there are any more positions the AGV has to move to and complete the 
sequence of positions to travel the intended path. If yes then repeat steps 1 to 10 until 
all the positions have been reached. 
12. For the final position, the AGV has to be aligned with the required orientation. 
a. Determine the current position of the required orientation. 
b. Just as in step 3 of this algorithm determine the shortest angle the AGV would 
need to rotate to align in the required orientation. 
c. Using user-defined values, convert the distance to rotate into its corresponding 
time and send the signal to rotate the AGV for this time, in the determined 
direction. 
d. Repeat these steps until the AGV is aligned (or within tolerance limits) with the 
required orientation. 
Control Software Development 
This part gives an overview of the application and the different controls available to 
the user. The software is developed in Visual C++ and incorporates the OpenGL graphics 
library for drawing images on the screen. The program also uses the National Instruments 
(NI) library for interfacing with the NI multifunctional card, NI-6023E and NI Counter 
card, NI-6602, which sends and receives data from the AGV. It shall be considered that the 
signals obtained from the AGV are periodically stored in text files which are read by the 
program. The source code for the control software is available in appendix B. 
38 
A snapshot of the running program is shown in Figure 3.10. The view can be divided 
into three principle parts to be more easily understood and to explain the functionality and 
working of the program. 
1. Graphical View 
2. Control Pad 
3. Data Area 
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Figure 3.10 Snapshot of the Running Program 
Apart from the three principle parts shown above in Figure 3.10, there is another 
view; Figure 3.14 that enables the user can change different parameters as required. These 
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parameters help to customize the application as per the users' requirements. The different 
parts of the program and their functionality are explained in detail below. 
Graphical View: „ ., T. Grid Lines 
AGV 
Sensor Positions 
Figure 3.11 Application Area Showing the Position of the AGV 
The Figure 3.11 is of the 'Graphical View' that shows the area where the user can 
see the current position of the AGV. This view, developed using the OpenGL library, is a 
scaled version of the actual room, and so is the AGV. The white circular part is the AGV. 
The two triangles indicate the triangles formed using the triangulation algorithm. One of 
the triangle represents the algorithm used to determine the 'Head' position and the second 
show the 'Tail' position. Small boxes at each end of the base of the triangles indicate the 
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position of the sensors. To help determine the position of the AGV, grid lines are 
displayed. The user has the option of displaying or hiding the grid lines. The user can also 
hide or display the triangle lines, which connect the sensors at the base with their 
corresponding sensors on the AGV. The position of the AGV is updated on the screen 
every time the AGV has moved. 
Control Pad 
Home button 
Hide the grid lines on the graphical view. 
Define path of the AGV. 
Go Home 
PNav•1 
P Nav- 2 
STOP button 
Hide-Grid Lines 
Hide Triangle Lines 
Read Positions ; 
Define Robot Path 
Move Along Robot Path 
Clear All Paths HJJyjsl 
Move Left Move Right 
Display Paths 
*}MM 
To deviate the AGV's 
Display AGV's 
recent traveled paths Partial 
Navigation 
Hidesthelinesjoiningthehead/tailand 
the sensors in the graphical view. 
Figure 3.12 Control Pad Containing Various Controls to Move the AGV 
The control Pad of the application gives the user complete control of the 
movements of the AGV. The different types of navigations of the AGV are controlled from 
this portion of the screen. The direction buttons, shown in Figure 3.12, are used to move 
the AGV in the desired direction. The "UP" and "DOWN" buttons move the AGV forward 
and backward respectively. The buttons pointing in the northwest and southeast directions 
rotate the AGV in the counter clockwise directions. The northeast and southwest direction 
buttons rotate the AGV in the clockwise direction. The AGV will move as long as these 
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buttons are pressed down. When the buttons are released the AGV will stop moving. The 
button in the center, which has a hexagonal picture, is the emergency stop button. It is used 
to stop the AGV along its path at any time. This emergency stop button is primarily used 
when the movement of the AGV could cause damage either to another object or to the 
AGV itself. There are two buttons that control the way the 'graphical view' changes. As 
mentioned earlier, the user can display/hide the grid lines and the triangle lines. These 
options are controlled using through the 'grid lines' and 'triangle lines' buttons as shown in 
Figure 3.12. 
The user can also control the sequence of steps the AGV would take. Some of the paths 
are predefined in the application (like the partial navigation and home navigation). The user 
also can specify the path the AGV should take to reach a given position. A brief description 
of the different navigational buttons is given below. 
1) 'Go Home' button - When this button is clicked the AGV moves to the predefined 
home position. The AGV would move to this position using the 'Home' algorithm. The 
AGV would reach the home position using the shortest path. 
2) 'P Nav-1 ' and 'P Nav-2' - These two buttons are used to move the AGV in a 
particular sequence of predefined paths. The 'Partial Navigation' algorithm is used to 
move the AGV when any of these buttons are clicked. 
a. When the 'P Nav -1 ' button is clicked the AGV would move in a square path 
and return to its original position. 
b. When the 'P Nav - 2' button is clicked the AGV would move in a serpentine 
path. 
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3) 'Read Positions' - When this button is clicked the application will read the sequence of 
positions for the AGV and move the AGV to these positions. The excel file from where 
the application would read the sequence of positions is defined by the user. 
4) 'Define AGV Path' - This option allows the user to define a sequence of positions 
using the mouse. The user would have to left click at the region on the graphical view 
to define the position of the AGV. The sequence of paths is stored in a predefined excel 
file. 
5) 'Move along AGV Path' - When this button is clicked the AGV will start moving 
along the positions defined earlier by using the mouse. The AGV will move to these 
positions using the "absolute navigation" algorithm. 
6) 'Deviate' - When this button is clicked the AGV would deviate from its original path 
and move to a new position as indicated by the user. 
7) 'Clear All Paths' - When the AGV is moving, its movement is tracked on the graphical 
screen. When this button is clicked, these paths are cleared from the graphical view. 
8) 'Display path' - When this button is clicked, the path traveled by the AGV for a 
particular navigation is displayed. 
Data Area 
The data area part, Figure 3.13, of the view gives the user feedback for the 
important parameters regarding the movement of the AGV. Numerical data is very useful 
in addition to the graphical view for controlling the movement of the AGV in a productive 
manner. 
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Figure 3.13 Snapshot of the Data Area Displaying the Important Data 
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The position of the head and tail at any given time is shown at the top of the frame. 
This helps the user to exactly determine the position of the AGV at any given time. An 
important part of the application is to determine the distance between the sensors and use 
them to determine the unknown vertex - in this case the 'head' and 'tail' of the AGV. 
These distances are displayed as the sides of the triangle. As is seen from Figure 3.13, the 
sides for 'a' and'd' are appended with a 'fixed'. This means that this side of the triangle 
does not change in length during the execution of the program. These are the distance 
between the sensors on the base station. Sides 'a', 'b' and 'c' form the triangle for 
determining the position of the head. Sides'd', 'e' and 'f form the triangle for determining 
the position of the tail. The orientation of the AGV is displayed. The angles displayed are 
in degrees and they are measured from the vertical axis in the clockwise direction. The raw 
sensor values are also shown, which would be useful to the user. These values are 
converted to the actual distances and displayed as the sides of the triangles. The length 'b' 
of the triangle is calculated from the raw data of sensor one - si. Similarly the distance 'c', 
'e' and 'f are calculated from the raw data of s2, s3 and s4 respectively. 
There is also a 'Move' button. The user has the option of moving the AGV to any 
specific location by entering the new coordinates of the head and tail. The new coordinates 
are validated to be within the range of movement of the AGV and that the distance between 
the head and tail is equal to the diameter of the AGV, which can be customized. The AGV 
is moved to the new position using the "Absolute Navigation" algorithm. 
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Setting Preferences for the Application 
The application is customizable to a large extent. The user can set individual 
preferences for the application. To set the preferences the user should click on 'View' and 
then 'Preferences' on the menu bar. This pops up the customizable options for the 
application. Figure 3.14 shows customizable options for the application. 
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Figure 3.14 Customizable Options for the Application 
As shown in Figure 3.14, there are a number of options, which have been 
categorized according to their functionality. All of these options are stored in the text file 
"setting.txt" in the directory where the application is stored. If this file does not exist the 
program will not start. Each of the tabs will be explained in detail below. 
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1) Sensor Position - This option allows the user to define the positions of the sensor/ 
transmitters on the base. Since it has been assumed that the AGV moves only in two 
dimensions, each sensor has x and y coordinates. Figure 3.15 show customizable 
options for the Sensor Position. 
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Figure 3.15 Customization of the Sensor/Transmitter Position on the Base Station 
2) Sensor Details - In this set of customizable options the user sets the velocity and delay 
time, and specifies the location of the text file where the raw values of the sensors are 
stored. Figure 3.16 shows customizable options for the Sensor Details. The final 
distance of the sensor from the AGV is calculated using the formula 
Distance = Sensor Velocity * (Raw Sensor Value Delay) 
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Figure 3.16 Customization of the Sensor Details on the Base Station 
3) Sensor Regression - This option allows the user to specify the statistical data so that a 
regression model can be created and the most accurate distance between the sensors can 
be obtained. The user would need to specify the slope and y-intercept for each of the 
sensors to create the regression model. There is also an option to specify the feedback 
time (in milliseconds) for reading the raw values of the sensor from the specified text 
file. Figure 3.17 shows customizable options for the Sensor Regression. 
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Figure 3.17 Input Parameters for the Regression Model for the Sensors 
4) AGV Details - This option allows the user to specify all the customizable features of 
the AGV. The upper area of the dialog requires calibrated values to be entered. The 
user would have to obtain the speed of the AGV separately and then enter the value in 
the provided area. The speed to be entered is the angle/distance that the AGV can move 
in one millisecond. The angle that has to be entered is in degrees. 
Due to mechanical limitations, there is a possibility that the AGV would not exactly 
reach the intended position. Hence the user would have to enter the tolerance limits for 
the rotation angle and the distance. The radius of the AGV is also required, enabling 
various internal calculations to take place. The area of movement of the AGV can also 
be controlled. The area is defined by the values entered in the 'X direction' and 'Y 
direction'. Figure 3.18 shows customizable options for the AGV Details. 
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Figure 3.18 Customization of the AGV Details 
5) Home Position - This option allows the user to specify the 'Home' position of the 
AGV. The user can either enter the final head and tail values or enter the coordinates of 
the center along with the AGV orientation. Either way the computer will calculate the 
final orientation and head and tail position of the AGV when it's at the home position. 
Figure 3.19 shows customizable options for setting the co-ordinates and orientation of 
the home position. 
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Figure 3.19 Customization of the Home Position 
5) File Details - These options allow the user to specify the path and file name where 
specific details about the navigation of the AGV are to be stored at and read from. 
These files have to be in the format of a Microsoft Excel file. The sequence of positions 
should be in a table called 'Table_Actual_Path' when the files are read. Figure 3.20 
shows customizable options for setting the co-ordinates and orientation of the home 
position. 
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Figure 3.20 Customization of the Locations for Input/Output Files 
Algorithm for Sending the Signals to the AGV 
This algorithm is used every time a signal has to be sent to the AGV and the 
corresponding movement of the AGV has to be reflected on screen in real time. The 
direction in which the AGV has to move is determined by the calling function. The steps 
below explain the steps for the whole process. 
1. Determine the direction the AGV has to move/rotate along with the time the AGV has 
to move. 
2. Activate the NI card ports to send data to the AGV. Depending on the hardware, the 
signals are set for movement in different directions. These signals activate specific 
"lines" in the port. The values for various movements of the AGV are given below. 
a) Move the AGV forward in a straight line = 1 
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b) Move the AGV backward in a straight line = 4 
c) Rotate the AGV in such a manner that the left wheel is fixed and the right wheel 
rotates in the counter clockwise direction = 0 
d) Rotate the AGV in such a manner that the left wheel is fixed and the right wheel 
rotates in the clockwise direction = 3 
e) Rotate the AGV in such a manner that the right wheel is fixed and the left wheel 
rotates in the counterclockwise direction = 5 
f) Rotate the AGV in such a manner that the right wheel is fixed and the left wheel 
rotates in the clockwise direction = 2 
g) To stop the AGV the "OFF" signal is sent to the AGV specifying the "line" it 
has to switch off. Hence if two lines are active at any given time they have to be 
switched off to completely stop the AGV. 
3. Depending on the direction the AGV has to move, activate the particular line of the NI 
card. 
4. If the AGV has to be rotated, then two signals have to be sent in order to make the 
AGV rotate about its center. 
a) If the AGV has to be rotated in the clockwise direction then signals "2" and "3" 
are sent to the NI card. 
b) If the AGV has to be rotated in the counter clockwise direction then signals "0" 
and "5" are sent to the NI card. 
5. Create a routine that uses the system timer to cause a delay for the specified time. 
While the delay does not time out the following steps are performed 
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a) Scan the windows message queue to determine if the "STOP" button was 
pressed. If the STOP button was pressed then go to step 6. 
b) If the "STOP" button was not pressed, read the current position of the AGV 
after every predefined millisecond. 
c) Determine the current head and tail position, along with the orientation of the 
AGV using the triangulation algorithm and the orientation algorithm. 
d) Draw the position of the AGV on the graphical part of the screen and update all 
the values on screen. 
e) Store the current position and time elapsed since the AGV started moving in an 
excel file for further analysis of the navigation. 
6. Send signals to the AGV to completely stop it. 
7. Determine the current head and tail position and orientation and update it on the screen. 
Figure 3.21 shows the flowchart for the whole process. 
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Figure 3.21 Sending Signals to Move the AGV for a Specified Time 
Partial Navigation 
There are two partial navigation processes in the program to move the AGV in 
specific directions. The flow chart for partial navigation is given in Figure 3.22. These two 
programs are the same except for the different sequence of movements. During this 
movement of the AGV, the user does not have any control of it, except for stopping it 
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whenever required. All movements are time based. There is no feedback in this case for 
correction to be made if the AGV deviates from its intended path. 
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Figure 3.22 Flow Chart Partial navigation 
Source Code Details of Control Software 
The code for this project was written in Visual C++. The Microsoft Foundation 
Class (MFC) wizard was used to create the skeleton and this was further developed to 
incorporate all the above algorithms. The project consists of the following files as listed 
below and the complete source code can be found in Appendix E. 
Source Files (C++) 
1. DisplayPath.cpp 
2. LowerFrame.cpp 
3. MainFrm.cpp 
4. NumEdit.cpp 
5. OpenGLView.cpp 
6. PNavl.cpp 
7. PNav2.cpp 
8. RightFrame.cpp 
9. AGV.cpp 
10. AGVDoc.cpp 
11. AGVOrientation.cpp 
12. SeekButton.cpp 
13. StdAfx.cpp 
14. TabHomePosition.cpp 
15. TabOthers.cpp 
16. TabAGVDetails.cpp 
17. TabSensorDetails.cpp 
18. TabSensorPosition.cpp 
19. TabSensorRegModel.cpp 
Header Files 
1. DisplayPath.h 
2. LowerFrame.h 
3. MainFrm.h 
4. NumEdit.h 
5. OpenGLView.h 
6. PNavl.h 
7. PNav2.h 
8. RightFrame.h 
9. AGV.h 
10. AGVDoc.h 
11. AGVOrientation.h 
12. SeekButton.h 
13. StdAfx.h 
14. TabHomePosition.h 
15. TabOthers.h 
16. TabAGVDetails.h 
17. TabSensorDetails.h 
18. TabSensorPosition.h 
19. TabSensorRegModel.h 
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External Libraries - The NI-DAQ libraries are the external libraries used, apart from the 
libraries provided by Visual C++, for the proper functioning of the program. For this 
application NI-DAQ Version 7.1 was installed and its libraries were used for running the 
program efficiently. Description of the various important functions and the overall working 
of the application are described below. 
DisplayPath.cpp - This source file is associated with the dialog box having the options to 
display specific navigational path of the AGV. This source file contains the class 
CDisplayPath derived from the base class CDialog, which handles the user interaction. 
LowerFrame.cpp - This source file has the code required to handle the user interaction with 
all the controls in the 'Control Pad'. This file contains the class CLowerFrame, derived 
from the base class CDialog to specifically handle all user clicks and send out information 
to other classes, which would convert this information into useful data. The file has 
functions, which are called when customized windows messages are sent through out the 
program, primarily for sending signals to the NI card. 
NumEdit.cpp - This source file contains the class CNumEdit derived from CEdit. The 
majority of the input boxes in this application are instances of this class. The class enables 
the user to control the data entered in the edit boxes. This code restricts only numeric 
values and a decimal point to be entered in the edit box. Negative values are also not 
accepted. If the edit box is empty then a value of-100.0 is returned. 
OpenGLView.cpp - This source file is responsible for the graphical visualization of the 
position of the AGV on the computer screen. The source file has the class COpenGLView, 
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derived from the CView base class. This class interacts with all the other classes to get the 
accurate position of the AGV and display it on the scaled view of the screen. The size of 
the AGV on the screen is proportional to its actual size. The displayed distance from the 
sensors is also proportional to their actual distance. 
PNavl.cpp -This file contains the algorithm to move the AGV in a square path and finally 
return to its original position. The "partial navigation" algorithm, explained earlier, is used 
here. The AGV moves forward for a specified time in milliseconds and will then rotate 
right for another specified time. This is repeated four times until it comes back to its 
original position. 
PNavl.cpp - This file has the source code to move the AGV in a zigzag manner. Just as the 
PNavl code, here also the AGV is moved in a particular direction for certain time. 
RightFrame.cpp - This source file is primarily for displaying data on the screen. It also has 
functionality related to the 'Move' button. This file contains the class CRightFrame, 
derived from the base class CDialog. As shown in figure 4, the data area displays the 
numeric values of all the important features of the AGV. The 'Move' button utilizes the 
absolute navigation algorithm to move the AGV to the new position as entered by the user. 
AGV.cpp - This is the main source file that contains the application class CAGVApp. 
Execution of the project starts from this file. The global variables are initialized here. The 
customization file is also read and its values stored in the global variables. 
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AGVDoc.cpp - This is the backbone file of the entire project. It contains the class 
CAGVDoc derived from the CDocument class. Important calculations are done in this file. 
Functions for sending data to the NI card are in this class. This class also acts as an 
interface for all the classes to interact and pass data that is shared between the classes. 
AGV Orientation, cpp - The class contained in this file is associated with the pop up dialog 
box, which accepts the final orientation of the AGV when the user is defining the path of 
the AGV using the mouse clicks. 
SeekButton.cpp - This file has the source code for the direction buttons. The class in this 
source file is associated with the direction buttons. On clicking one of the direction buttons, 
the window's message queue is loaded with specific direction messages that are read and 
executed by the code in "LowerFrame.cpp". This is required since the AGV has to move 
only until the buttons are being pressed and the application needs to update itself with the 
current position of the AGV. As soon as the buttons are released the AGV is stopped by 
sending a "STOP" message to the windows message queue, which in turn would be read by 
the code in LoweFrame.cpp and stop the AGV. 
StdAfx.cpp - This file was also created using the wizard. The file along with its 
corresponding ".h" file are used to build a precompiled header (PCH) file named AGV.pch 
and a precompiled types file named StdAfx.obj 
TabSensorPosition.cpp - This source file is associated with the "Sensor Position" property 
page, shown in Figure 3.14. The positions of the sensors/transmitters on the base station, 
are defined in this property page. Validations of these positions are also done. 
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TabSensorDetails.cpp - This source file is associated with the "Sensor Details" property 
page, shown in Figure 3.15. These options help to determine the actual distance between 
the AGV and the base station. Options to enter or choose the location of the files containing 
the raw data of the sensors are also provided and validated. 
TabSensorR.egModel.cpp - This source file is associated with the "Sensor Regression" 
property page, shown in Figure 3.16. The entries on this page assist to create a regression 
model for the sensors and hence obtain an accurate distance between the AGV and base 
station. The frequency of feedback from the AGV can also be customized on this property 
page. 
TabAGVDetails.cpp - This source file is associated with the "AGV Details" property page, 
shown in Figure 3.17. Various properties of the AGV can be customized on this page. 
Before entering the values, the user would have had to calibrate the speed of the AGV and 
then use it to enter the appropriate values. The area of movement of the AGV can also be 
customized. 
TabHomePosition.cpp - This source file is associated with the "Home Position" property 
page, shown in Figure 3.18. Depending upon the user's input the orientation and exact 
position of the head and tail position is calculated. The entered values are validated for 
different parameters and stored in the global variables. 
TabOthers.cpp - This source file is associated with the "File Details" property page, shown 
in Figure 3.19. Different functions help the user to choose the location of the files. These 
locations are stored in the global variables for further use in the application. 
All header files - These files contain all the class and function declarations and variables 
used in their corresponding source file. 
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MainFrm.cpp - This source file contains commands on the structure and visualization of 
the window. The file has been modified to incorporate the CSplitterWnd class, which splits 
the window into three parts - the graphical display, data area and control pad. 
Resource Files - This is a listing of all of the resources used by the application. It includes 
the icons, bitmaps, dialogs and customized text that are stored in the RES subdirectory. 
Below is a brief description of the various important functions used in these files. They 
show how the program was developed. 
1) DistancePath.cpp 
OnOk() - This function validates whether one of the options was selected. The public 
key m selected is used by the calling function in ClowerFrame class to determine which 
option is selected and display the appropriate navigation path taken by the AGV. 
2) LowerFrame.cpp 
GetDataWhileWaiting() - This function is primarily a delay function which is called 
when a signal has to be sent to the NI card for a specified time. The delay is achieved by 
retrieving the system time in milliseconds using the GetTickCountQ function. Flags are 
used to determine when the requested time has elapsed. While waiting for the requested 
time the function will also update the position of the AGV on the screen by calling the 
GetSensorSignalQ function. The AddRowQ function of the CAGVDoc class is called, after 
every pre-defined millisecond, to write the data of the current AGV position into the Excel 
file. The function will scan all the windows' messages to check if there is a "STOP" 
message indicating that the 'stop' button has been clicked. If such a message is detected, 
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the function is aborted and a zero value is returned, for the calling function to take 
appropriate action. 
i. GetLineAngle() - This function calculates the angle between the vertical axis and the 
vector obtained from the two vertices passed as arguments to the function. The 
method of calculating the angle and its direction is described in the algorithms above. 
ii. GetSensorSignal() - This function is called when a custom message is sent to update 
the details of the current position of the AGV on the screen. These messages are sent 
from the SeekButton.cpp source file. The MFC program traps these messages and 
calls the required function to take the necessary action. This functionality is needed 
because the above files cannot directly call functions in the CAGVDoc class where 
all the required functions exist. 
iii. IsDirectionClockwise() - This function determines whether the angle obtained 
between the two vectors, using dot product, is clockwise (from the first vector to the 
last one) or counter clockwise. The algorithm used here is given in the "Is 
DirectionClockwise" algorithm, which has been explained above. 
iv. OnBtnDisplayNavO - This function is called when the "Display Paths" button is 
clicked. The function displays the popup dialog box so the user can select the 
navigation path to be displayed. Depending upon the option selected the 
corresponding excel file is read and the data stored in these files help to plot the path 
traveled by the AGV. 
v. OnBtnHomeO - This function is called when the 'Go Home' button is clicked. The 
'Home' algorithm, explained above, is implemented here. Calls are made to the 
AddRowQ function of the CAGVDoc class to store the path taken by the AGV to 
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reach the final destination. The SendOutputSignal() and GetDataWhileWaitingQ 
functions are used to send signals and update the position of the AGV on the screen. 
vi. OnBtnShowGridClick() - This function is called when the user clicks the "Grid 
Lines" button. The function swaps between the captions of the buttons and calls the 
ShowGridLines() function in the COpenGLView class which does the necessary 
setting to display/hide the grid lines in the graphical view of the application. 
vii. OnBtnStopO - This function acts like an emergency stop function. It is called when 
the 'stop' button is clicked. The function will post a custom "STOP" message on the 
window message queue, which will be read by the functions in the application and 
will send the necessary signals to stop the AGV in its path. 
viii. OnBtnTrianlgeLinesO - This function is called when the user clicks the "Triangle 
Lines" button. The function swaps between the captions of the buttons and calls the 
ShowTriangleLinesQ function in the COpenGLView class which does the necessary 
setting to display/hide the triangle lines in the graphical view of the application. 
ix. OnDeviate() - This function is called when the user clicks on the "Deviate" button, to 
deviate the AGV from its path to a new position. The function in turn calls the 
DeviateOverQ function in the class COpenGLView to deviate the AGV. 
x. OnlntialUpdateQ - This function is called when the class is attached to the program at 
run time. This function assigns the icons to the respective direction buttons and 
identifies the functionality of the buttons. It also initializes other variables. 
xi. OnMouseNav() - This function is called when the user clicks on the "Define AGV 
Path" button. The function does the initial setting required to enable the user to define 
the AGV path using the mouse clicks. 
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xii. OnReadExcelQ - This function is called when the 'Read Positions' button is clicked. 
The function will read the excel file which has been defined by the user in the 
application's settings. The values are validated for their range and the positions of the 
head and tails are calculated for the data read from the excel file. The function 
MoveToQ of CAGVDoc class is called with the sequence of data points to move the 
AGV using the absolute navigation algorithm. 
xiii. OnReadMouseNav() - This function is called when the 'Move Along AGV Path' 
button is clicked. The function will read the excel file containing the position defined 
by the user using mouse clicks. The positions of the head and tail are calculated for 
the data read from the excel file and validate with the current area over which the 
AGV can move. The function MoveToQ of CAGVDoc class is called with the 
sequence of data points to move the AGV using the absolute navigation algorithm. 
3) MainFrm.cpp 
OnCreateClientQ - This function is called when the program starts. The function has 
the necessary code to split the view into different frames as shown in the snapshots of 
the program above. Three frames are created -
a. Graphical View - This is linked to the COpenGLView class and all the 
graphical images are shown here. See Figure 3.10 for the snapshot. 
b. Control Pad - This view is linked to the CLowerFrame class. Various user 
interface controls are displayed in this view. See Figure 3.12 for a snapshot of 
the control pad. 
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c. Data Area - This view is linked to the CRightFrame class. Important 
numerical data like the position of the head and tail are shown here. See 
Figure 3.13 for the snapshot of the 'Right Frame'. 
4) NumEdit.cpp 
OnCharQ - This function is called every time a key is pressed when the focus is on the 
edit boxes which are instances of the CNumEdit class. The function will allow only 
numerical values, decimal point to be entered in this control. All other keystrokes are 
prevented from being passed to the control. 
5) OpenGLView.cpp 
i. ActivateDeviateQ - This function does the initial settings required to deviate the 
AGV to the new position. 
ii. OnCreateQ - This function is called when the view is created for the first time. The 
function will call the SetWindowPixelFormat() to set the number of pixels that can be 
assigned to the view and which is also supported by the computer. The function 
CreateViewGLContext() is the called to link the OpenGL view to the MFC program. 
iii. OnPaintÇ) - This is the most important function of the class COpenGLView. The 
function is called every time the graphical view has to be repainted. Various OpenGL 
commands are used to draw the final view as seen in the snapshots. Using flags, the 
different paths of the AGV are also drawn when required. 
iv. OnRButtonDownO - This function is associated with the right mouse button. It is 
useful when the user needs to define the positions of the AGV using the mouse. 
Validations of the clicked position are on the graphical view. When the user clicks on 
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the graphical view, in the acceptable area, the popup dialog box is shown for 
accepting the orientation of the AGV from the user. 
v. OnViewPreference() - This function is associated with the "preference" option in the 
menu. The function displays the property pages for accepting the user preferences. It 
then stores these preferences in a text file called "setting.txt" in the current directory. 
vi. SetActualPath() - This function sets the array used to store the actual positions the 
AGV should take during its path to the final point. This array is used to display the 
path on the graphical view of the application. 
vii. SetTravelledPath() - This function sets the array used to store the positions the AGV 
has taken during its path to the final point. This array is used to display the path on 
the graphical view of the application. 
viii. SetWindowPixelFormat() - This function set the various pixel values to be used with 
OpenGL. It also calls standard functions to set the appropriate view and pixels for the 
view. 
ix. StartTrapMouseClick() - This function clears the array used to store the different 
mouse click positions. It will then store the current position of the AGV in the array 
as the first value in the array. 
6) PNavl.cpp and PNav2.cpp 
i. GetDataWhileWaiting() - This function is primarily a delay function which is called 
when a signal has to be sent to the NI card for a specified time. The delay is achieved 
by retrieving the system time in milliseconds using the GetTickCountQ function. Flags 
are used to determine when the requested time has elapsed. While waiting for the 
requested time the function will also update the position of the AGV on screen by 
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sending a custom message to window. This custom message will be traced by the 
GetSensorSignal() function in the CLowerFrame class to update the screen with the 
current AGV position. The function will scan all the window messages to check if there 
is a "STOP" message indicating that the 'stop' button has been clicked. If it does detect 
such a message then it exits and returns a zero value for the calling function to take 
appropriate action and stop the AGV. 
7) RightFrame.cpp 
i. OnBtnMove () - This function is called when the user clicks the move button on the 
data area. The new positions of the head and tail are validated to be within the custom 
area and the distance between the two should be equal to the radius of the AGV. The 
function uses the absolute navigation algorithm to move the AGV to the new position. 
ii. UpdateValuesQ - This function updates the data values on the data area of the 
application. The current AGV position and orientation, raw sensor values and 
corresponding distances of the sensors are updated. 
8) AGV.cpp 
i. CAGVAppQ - This is the constructor for the class CAGVApp, the instance of which 
starts the execution of the application. The "setting.txt" file is read and the values 
stored in it are stored in the corresponding global variables. 
9) AGVDoc.cpp 
i. AddRowActualPathQ - The function will add a row each for the current position 
and the orientation of the AGV to the currently open Excel file. If there is no current 
Excel file opened, then an error is returned to the calling function. A SQL statement 
68 
is used to store the value in the excel file. The data stored here is the sequence of 
positions the AGV should take to reach the final position. 
ii. AddRowTravelPath() - This function adds a new row of data to the currently 
opened excel file. The data to be entered is passed as arguments to the function, 
namely the center, head and tail position and orientation of the AGV. The elapsed 
time since the AGV started moving, using the particular navigational algorithm, is 
also stored. A SQL statement is used to insert the data into the excel file. The data 
stored is the sequence of points the AGV has moved while trying to reach its final 
destination. 
iii. AGVTimmer() - This function is primarily a delay function. Along with providing 
a delay for the specified time in milliseconds the function also checks the path the 
AGV takes and rectifies it using the 'absolute navigation' algorithm. The function 
scans the window message queue for any 'STOP' message. If a 'stop' command is 
found the timer will terminate and return with a value of zero, so that the calling 
function can take appropriate action, namely to stop the AGV immediately. The 
function regularly updates the data on the screen with the current AGV position by 
calling the appropriate functions. The current position of the AGV is also stored in 
the excel file by calling one of the above functions as required. 
iv. Calculate3Point() - This function is called to determine the head and tail positions. 
The sides of the triangle (refer to the above pictures) are passed to the function. The 
function not only determines the position of the head and tail but also the angle made 
at each vertex using the triangulation algorithm. 
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v. CalculateDistanceQ - This function calculates the distance between two points 
which are passed as arguments to the function. 
vi. CorrectLength() - This function will determine the correct length of the sides of the 
triangle, depending on the raw values of the sensors. The user-defined values, stored 
in the global variables, are used to obtain the final distance of the AGV. 
vii. CreateExcelFileQ - This function is called when an excel file is to be created to 
write the details of the AGV's navigation. An installed excel driver is searched in the 
computer by calling the function GetExcelDriverQ. The excel file is opened or 
created if the file does not exist. The table name passed as the argument is used to 
identify the name of the file and table where the data has to be written. Various 
checks are done to make sure that the excel file is created with the required tables. 
viii. CAGVDocQ - This function is the constructor for the class. It initializes all the 
necessary variables and read(s) the raw sensor values so that the application can start 
with the AGV positioned appropriately in the graphical view and the data in the data 
area is accurate. 
ix. DotProductQ - This function calculates the dot product of two vectors, which are 
passed as arguments to the function. 
x. ElapsedAGVTimmer() - This function determines the time that has passed since the 
AGV started moving, using one of the above explained algorithms. 
xi. GetExcelDriverQ - This function will search for the installed excel driver in the 
system. Visual C++'s inbuilt function SQLGetInstalledDrivers() is used to scan all 
the installed drivers in the system and the excel driver is extracted from them. 
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xii. GetRotAngle() - This function calculates the angle between the horizontal axis and 
the vector obtained from the two vertices passed as arguments to the function. Refer 
procedure explained above to determine how these angles and their directions are 
obtained. 
xiii. GetRotPointQ - This function will rotate the three points, forming the triangle, 
which are passed as arguments. The angle to rotate the points is also passed as an 
argument to the function. The two-dimensional rotation equation combined with the 
transformation equation is used to rotate the points about the requested vertex. 
xiv. GetSideLengthsQ - This function reads the text file which has the raw sensor values 
stored in them. There are four text files, each storing the values for a particular 
sensor. The CorrectLengthQ function will be called to get the correct corresponding 
length of the sides of the triangle. 
xv. IsDirectionClockwiseQ - This function implements the IsDirectionClockwise 
algorithm as explained above. 
xvi. MoveToQ - This function is called when the AGV has to be moved to a particular 
position using the absolute navigation algorithm. The new position of the AGV is 
passed as arguments to the function. This function along with the AGVTimmerQ 
function form the complete absolute algorithm explained earlier. 
xvii. Orientation() - This function calculates the orientation of the head/tail with respect 
to the vertical axis. The orientation algorithm, explained earlier, is used to determine 
the orientation of the AGV. 
xviii. Outputsignal() - This function sends data to the NI card to move the AGV in a 
specific direction . As shown in the 'Sending Signals' algorithm a combination of the 
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directions causes the AGV to rotate about the center position. The function will also 
take care of "switching off' the AGV so as to stop it completely, when the 'STOP' 
signal is passed to it. 
xix. ReadExcelFileQ - This function reads the contents of the excel file into an array. 
The name and table of the excel file are passed as arguments to the function. The 
array where the data has to be stored is also passed to the function. 
xx. ResetAGVTime() - This function is used to reset the AGV s time since it started 
moving. Here the variable is set to zero to reset the timer. 
xxi. SensorLength() - The lengths of the triangles are determined by this function. The 
function GetSideLengths() is called to read the raw sensor values for the sides of the 
triangle. The Calculate3Point() function is then called to finally obtain the distances 
between the sensors. 
xxii. StartAGVTime() - This function starts the AGV's timer, so that the time taken by 
the AGV to reach a point during its navigation, can be determined. 
xxiii. VectorAngle() - The function determines the angle between two vectors formed by 
the vertices passed as arguments to the function. The algorithm to determine the angle 
can be obtained from the algorithms given above. 
10) AGV Orientation, cpp 
i. CalculateHeadTail() - This function determines the position of the head and tail when 
the orientation of center position of the AGV is provided. 
ii. OnOKQ - This function determines if the entered value is appropriate for the AGV 
and calls the CalculateHeadTail() function to determine its head and tail position. 
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11) SeekButton.cpp 
i. OnLButtonDown() - This function is called when the left mouse button is clicked, 
when the mouse cursor is on the direction buttons. Depending on the button 
initialization, appropriate signals are posted to the windows message. The 
SendOutputSignal() function in LowerFrame.cpp program is executed when any of 
the signals are posted on the windows message. 
12) TabHomePosition.cpp 
i. OnKillActive() - This function is called when the property page loses focus. The 
function makes sure that the entered values to be within the specified range of 
movement of the AGV. It also checks that the distance between the head and tail is 
equal to the radius of the AGV. 
ii. UpdateCenterOrientation() - This function will calculate the center and orientation 
of the AGV when provided with the head and tail positions. The function is called 
when the user has entered only the head and tail positions and the application need(s) 
to calculate the orientation and center position of the AGV. 
iii. UpdateHeadTail() - This function will calculate the head and tail position of the 
AGV, when provided with its center and orientation. This function is called when the 
user has entered the center and orientation of the AGV, and hence the application has 
to determine the head and tail position. 
iv. OnOK() - This function is called when the user clicks the "OK" button on any of 
the property pages. The global variables are assigned the user entered values. 
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13)TabOthers.cpp 
i. OnKillActive() - This function will validate whether all navigations have Excel files 
associated with them so that relevant data may be stored/read from the files during the 
execution of the application. 
ii. OnOK() - This function is called when the user clicks the "OK" button on any of the 
property pages. The global variables are assigned the user entered values which in turn 
are stored in the text file. 
14) TabAGVD etails. cpp 
i. OnKillActiveQ - This function will validate if all the required has been entered. It 
will also validate if the values, if applicable, are within the specified range. 
ii. OnOKQ - This function is called when the user clicks the "OK" button on any of 
the property pages. The global variables are assigned the user entered values. 
15) TabSensorDetails.cpp 
i. OnKillActiveQ - This function will validate if all the fields have the required data 
associated with them. If data has not been entered then an error message is popped up 
to the user. 
ii. OnOKQ - This function is called when the user clicks the "OK" button on any of the 
property pages. The global variables are assigned the user entered values. 
16) TabSensorPosition.cpp 
i. OnKillActiveQ - This function will validate if all the fields have the required data 
associated with them. If data has not been entered then an error message is popped up 
to the user. 
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ii OnOKQ - This function is called when the user clicks the "OK" button on any of the 
property pages. The global variables are assigned the user entered values. 
17) TabSensorRegModel.cpp 
i. OnKillActiveQ - This function will validate if all the fields have the required data 
associated with them. If data has not been entered then an error message is popped up 
to the user. 
ii. OnOKQ - This function is called when the user clicks the "OK" button on 
any of the property pages. The global variables are assigned the user entered 
values, which are finally stored in the text file. 
Mobile Platform for AGV 
A Mobile platform named Max AGV Base '99 Kit was one of the major hardware 
components of the AGV. This hardware is readily available for purchase. It was used as a 
mounting place for the accessories, i.e., mobile unit, motor drive, line tracking sensor, 
micro-controller stamp II SX, radio frequency receiver, potentiometers and battery. Motor 
drive assists the movement of the motor and it was one of the standard components 
provided with the mobile platform. The radio frequency receiver was used to direct the 
motor movements. A Line tracking sensor assists the AGV in following the preset path, a 
black line. The mobile platform can attain the maximum speed of 12 m/min and the 
maximum recommended payload is 35 lbs. The specifications for all the hardware 
components of the mobile platform are: 
1. Decks, two in number, each with the base diameter of 12 in. 
2. 12-volt torque drive motors, two in number generating the torque of 20 in-lb. 
3. The drive wheels, two in number, with diameter of 6 in. 
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4. Caster wheels, two in number, each of diameter 7.5 in, used for balancing the 
base. 
Then the line tracker sensor was purchased separately from a company named 
Lynxmotion Inc. This sensor was mounted to the underside of the lower deck toward the 
front of the vehicle and interfaced with stamp IISX and the motor drive. Further details of 
the basic stamp program used for making the AGV follow the predetermined track can be 
found in Appendix F. There were two potentiometer used in series with the motors. The 
purpose of potentiometer was to critically dampen the movement in the motor to 
synchronize the speed. 
Testing the AGV and Collecting Data 
The descriptive and inferential statistical method was adopted in this study to test the 
hypotheses. A predetermined oval shaped ground track was drawn as a test run and to 
collect data dealing with tracked AGV. Table 3.1 shows the parameters that were set to 
collect the data during test run of tracked and trackless AGV. 
Table 3.1 Parameters of AGV 
CHARACTERS VALUE 
Room Temperature 70f 
Humidity 75% 
Speed in Forward Motion 8 ft per min 
Speed in Backward Motion 8 ft per min 
Rotate Clockwise 8 RPM 
Rotate Counter Clockwise 8 RPM 
Power 12 V 
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Sample Size 
A pilot study was conducted to collect data and to calculate the required sample 
size. The following equation was used to find the sample size: 
Sample size required (Agresti, 1997) 
rij = a2[z/Bf 
tij = required sample size 
z = Critical value for two-tailed test at the given level of a (95%= 1.96) 
B = Desire width 
The first hypothesis was tested with a regression model and analysis of variance 
(ANOVA). In this model, distance displaced by the computer was the independent variable 
and the actual distance from the ultrasonic sensor to the AGV was the dependent variable. 
There were two different elapsed times between consecutive ultrasonic pings. The elapsed 
times for consecutive ultrasonic pings were Type I: 20 ms and Type II: 30 ms. There were 
four different sides of the triangle to be predicted with two different elapsed times. Eight 
regression models were created with the help of independent and dependent variables. The 
each individual side of triangle had a regression model. 
Ral = /?! X + C] Model I for side 1 of triangle with Type I (3.6) 
Ra2 = P2X + C2 Model II for side 2 of triangle with Type I (3.7) 
Ra3 = PZX + C3 Model III for side 3 of triangle with Type I (3.8) 
Ra4 = fiAX + C4 Model IV for side 4 of triangle with Type I (3.9) 
Ra s = + C5 Model V for side 1 of triangle with Type II (3.10) 
Ra6 = P6X + C6 Model VI for side 2 of triangle with Type II (3.11) 
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Ral = /?7X + C7 Model VII for side 3 of triangle with Type II (3.12) 
Ras - + C8 Model VII for side 4 of triangle with Type II (3.13) 
Where (3i, (32, (33, (34, (35, (36, (3?, Ps are regression coefficients 
Rai, Ra2, Ra3, Ra4, Ra5, Ra6, Ra7, Ra? are the predicted distance 
Ci, C2, C3, C4, C5, Ce, C7, Cg are the constants 
X is the raw data given by the computer after measuring distance 
Then ANOVA was carried out between the computer-collected distances of each 
side with different elapsed times between consecutive ultrasonic pings. The ANOVA 
helped in determining whether the time elapsed between two consecutive ultrasonic pings 
affects the accuracy to identify the AGV position. 
The table 3.2 shows 2x2 factorial design of computer collected distance and the 
time elapsed between two consecutive ultrasonic pings for 32.8 KHz. 
Table 3.2 2x2 Factorial Design of 32.8 KHz Ultrasonic Frequency and Elapsed Time 
Distance I Distance II 
Type I [il 
Type II u2 [i4 
The table 3.3 shows 2x2 factorial design of computer collected distance and the 
time elapsed between two consecutive ultrasonic pings for 40 KHz. 
Table 3.3 2x2 Factorial Design of 40 KHz Ultrasonic Frequency and Elapsed Time 
Distance I Distance II 
Type I M^l H3 
Type II U2 M-4 
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The second hypothesis in the research was tested to determine whether ultrasonic 
frequencies affect the position error. A 2x4 factorial design of computer collected distance 
for both the ultrasonic frequencies (32.8 KHz and 40KHz) and time elapsed between two 
consecutive ultrasonic pings was developed. The table 3.4 shows the same. 
Table 3.4 2x4 Factorial Design of Ultrasonic Frequencies and Elapsed Time 
Distance I 
32.8KHz 
Distance II 
40KHz 
Distance III 
32.8KHz 
Distance IV 
40KHz 
Type I IL\ H3 |x4 
Type II H5 p,6 U7 |i8 
The third hypothesis in the research was tested with t-test for independent samples. 
This t-test was used to determine whether any difference exist between the times taken to 
travel the same distance on the given ground track by using tracked and trackless 
navigation methods. 
Apart from testing the hypothesis, mean deviation of the AGV from ground track 
on the way to destination was plotted on the chart and descriptive statistics were carried to 
know the further details of AGV deviation in tracked and trackless navigation. 
Summary of Methodology 
This research utilized findings from AGV triangulation position, using an ultrasonic 
distance measurement system based on time-of-flight theory. The research also explained 
an adaptive navigation and control system that would situate the AGV at any arbitrary 
position and with an arbitrary two-dimensional. With the adaptive approach, the AGV can 
correct its ground track before an unacceptable position error has occurred. Although this 
method may provide precise measurements, it might not cover a large area with the same 
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accuracy at every location. Therefore, a statistical study based on distance and position 
error, their correlation, and the predicted position error is necessary to test the performance 
of the new trackless system. 
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CHAPTER IV 
DATA ANALYSIS 
Sample Size 
A pilot study was conducted to collect data and to calculate the minimum required 
sample size. A total of ten test runs were conducted for each combination of distance and 
elapsed time. The variance was computed with the collected data, and required sample size 
was calculated by using the equation in (4.1) below. 
The sample size required (Agresti, 1997) is 
n j = a \ z l B f  (41) 
where 
rij — required sample size, 
z = critical value for two-tailed test at the given level of a (±1.96 for = a 0.05), and 
B = desired width (in inches) of the confidence interval. 
Table 4.1 shows the variance and the minimum required sample size for desired width 
of 5 inches and a = 0.05. 
Table 4.1 Minimum Sample Size Required for Statistical Significance in this Study 
Ultrasonic frequency Type of signal Variance Minimum required sample size 
Distance 1 32.8Khz Type I 36.131 6 
Distance 2 40Khz Type I 39.292 7 
Distance 3 32.8Khz Type I 41.193 7 
Distance 4 40Khz Type I 38.938 6 
Distance 1 32.8Khz Type II 37.869 6 
Distance 2 40Khz Type II 37.157 6 
Distance 3 32.8Khz Type II 38.798 6 
Distance 4 40Khz Type II 39.015 6 
After the pilot study test runs were conducted to collect the data that can be used for 
further statistics. The collected data during the test run can be found in the Appendix G. 
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Regression Models 
The goal of regression analysis in this analysis was to determine the extent and nature 
of the interdependency of (a) distance between the AGV and the ultrasonic sensor used for 
triangulation and (b) position error. In this model computer-displaced distance was the 
independent variable, and the actual distance from the ultrasonic sensor to the AGV was the 
dependent variable. The significance level was set to a = 0.05. The null hypothesis and 
alterative hypothesis for the model were, respectively: 
Ho: p = 0 
H a :  p ^ O .  
Correlations of the predictor variable (computer-displaced distance) with the 
predicted variable (position error) from eight different models were reported as the Pearson 
correlation coefficients obtained by the linear regression analysis of the two variables using 
SPSS 9.0 (Table4.2). An output from SPSS can be found in Appendix H. The data showed 
that distance between the AGV and the ultrasonic sensor used for triangulation and position 
error had very high correlations for all eight models. 
Table 4.2 Correlation of Predictor Variable with the Predicted Variable 
Model Pearson Correlation Coefficients* 
Model I 1.000 
Model II 1.000 
Model III 1.000 
Model IV 0.999 
Model V 1.000 
Model VI 1.000 
Model VII 0.999 
Model VIII 0.999 
*The predictor variable is computer-displaced distance. 
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As shown in Table 4.3, all the models had very high values of the coefficient of 
determination (squared values of the Pearson correlation coefficients), ranging from 0.999 to 
1.000. This evidence shows a consistently very strong relationship between the predictor 
variables and the predicted variables for eight models. 
Table 4.3 Model Summaries (Coefficients of Determination) 
Model R r squared 
Model I 1.000 0.999 
Model II 1.000 1.000 
Model III 1.000 0.999 
Model IV 0.999 0.998 
Model V 1.000 0.999 
Model VI 1.000 0.999 
Model VII 1.000 0.999 
Model VIII 0.999 0.998 
The Analysis of variance (ANOVA) tables for the models also support the conclusion 
of a strong relationship in the models (Table 4.4). The F-value of the regression varied from 
12,105.912 to 87,914.418. These high F-values indicate a highly significant (p < 0.001) 
result for all the models, rejecting the null hypothesis (Ho) that the coefficient of the 
predictor variable in the model is zero. Instead, the alternate hypothesis, that the coefficient 
was not equal to zero, was accepted. Thus, there is a significant linear relationship between 
the predicted variable and the predictor variable. 
Time Elapsed and Accuracy of Identifying the AGV Position 
The results of Analysis of variance (ANOVA) determine whether the time elapsed 
between the two consecutive pings affected the accuracy of identifying the AGV position. 
Two tests were carried out for 32.8 KHz frequency and 40 KHz frequency. The between-
groups main effect has 3 degrees of freedom, and the within-groups estimate of error 
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variance has 100 degrees of freedom (Table 4.5). The significance level was set to a = 0.05, 
to test the null hypothesis of no linear association between elapsed time and accuracy of 
identifying the AGV position. 
Table 4.4 ANOVA Tables for the Regression Models 
Model Item Sum of 
Square 
df Mean 
Square 
F Sig. 
Model I Regression 6604.091 1 6604.91 29164.558 < 0.001 
Residual 5.435 24 0.226 
Total 6609.526 25 
Model II Regression 6535.082 1 6535.082 87914.418 <0.001 
Residual 1.784 24 0.074 
Total 6536.866 25 
Model III Regression 6988.500 1 6988.500 25297.458 < 0.001 
Residual 6.630 24 0.276 
Total 6995.130 25 
Model IV Regression 6998.078 1 6998.078 13417.613 < 0.001 
Residual 12.517 24 0.522 
Total 7010.595 25 
Model V Regression 6671.518 1 
Residual 4.187 24 6671.518 38241.001 < 0.001 
Total 6675.705 25 0.714 
Model VI Regression 6552.533 1 6552.533 26262.863 <0.001 
Residual 5.988 24 0.249 
Total 6558.521 25 
Model VII Regression 6858.109 1 6858.109 19810.218 < 0.001 
Residual 8.309 24 0.346 
Total 6866.417 25 
Model VIII Regression 6913.570 1 6913.570 12105.912 < 0.001 
Residual 13.706 24 0.571 
Total 6927.276 25 
The report of the first test run, with 32.8 KHz ultrasonic frequency behavior with two 
different elapsed times between the consecutive pings, is shown in Table 4.5. An output from 
SPSS can be found in Appendix I. Looking at the obtained F value (0.009), and the critical 
value for rejection of the null hypothesis at the 0.05 level {p < .001), it can be said that the 
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four groups do not differ from one another. As the obtained value did not exceed the critical 
value, the null hypothesis is the most attractive explanation. Looking at the analysis, it can be 
said that the time elapsed between the two consecutive pings does not affect the position 
error if a transducer of 32.8 KHz ultrasonic frequency is used to estimate the distance. 
Table 4.5 ANOVA Table of the 32.8 KHz Ultrasonic Frequencies 
Item Sum of 
Square 
df Mean 
Square 
F Sig. 
Between Groups 0.06265 3 0.02088 0.009 0.999 
Within Groups 227.579 100 2.276 
Total 227.641 103 
Table 4.6 reports the 40 KHz ultrasonic frequency behavior with two different 
elapsed times between the consecutive pings (Table 4.6.). An output from SPSS can be found 
in Appendix J. The obtained F-value is 0.620. Looking at the obtained F-value and the 
critical value for rejection of the null hypothesis at the 0.05 level, it can be said that the four 
groups do not differ from one another. As the obtained value did not exceed the critical 
value, the null hypothesis is the most attractive explanation. Looking at the analysis, it can be 
said that the time elapsed between the two consecutive pings does not affect the position 
error if a transducer of 40 KHz ultrasonic frequencies is used to estimate the distance. 
Table 4.6 ANOVA Table of the 40 KHz Ultrasonic Frequencies 
Item Sum of 
Square 
df Mean 
Square 
F Sig. 
Between Groups 1.973 3 0.658 0.620 0.604 
Within Groups 106.098 100 1.061 
Total 108.072 103 
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Effect of Position Error with Different Frequencies 
ANOVA was carried out to test if there is any significant difference in mean position 
error when the ultrasonic sensors with different operating frequencies are used. Different 
value of analysis are given in Table 4.7. An output from SPSS can be found in Appendix K. 
The number of degrees of freedom for the between-groups main effect and interaction is 7, 
and for the within-groups estimate the number of degrees of freedom is 200. The significance 
level was set to a = 0.05, to test the null hypothesis. Looking at the obtained F-value (4.598), 
and the critical value for rejection of the null hypothesis at the 0.05 level, it can be said that 
at least one group does differ from another group. As the attained F-value exceeds the critical 
value of F, the null hypothesis was rejected. 
To find where the difference exists, a Bonferroni post hoc test was conducted. The 
post hoc test showed that significant differences exist between groups 2 and 6, groups 2 and 
7, and groups 2 and 8. Looking at the analysis, it can be said that there is a significant 
difference in mean position error when ultrasonic sensors with 32.8 and 40 KHz ultrasonic 
operating frequencies are used. 
Table 4.7 ANOVA Table for the 32.8 and 40 KHz Ultrasonic Frequencies 
Item Sum of 
Square 
df Mean 
Square 
F Sig. 
Between Groups 53.697 7 7.671 4.598 <0.001 
Within Groups 333.677 200 1.668 
Total 387.374 207 
Looking at the descriptive statistics for this data set (Table 4.8), the 40 KHz 
ultrasonic frequency signal when the elapsed time for consecutive ultrasonic pings was 20 ms 
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gave the lowest mean (3.4954) and standard deviation (0.9110). The same signal showed a 
confidence interval with lower bound of 3.1274 and upper bound of 3.8633. 
Table 4.8 Descriptive Statistics for the Position Error 
Group 
No. 
Elapsed 
Time 
Ultrasonic 
frequency 
Mean Standard 
Deviation 
95% confidence 
interval for mean 
Lower 
Bound 
Upper 
Bound 
1 20ms 40KHz 3.5531 1.0637 3.1234 3.9827 
2 20ms 40KHz 3.4954 0.9110 3.1274 3.8633 
3 20ms 32.8KHz 3.7081 1.1165 3.2571 4.1590 
4 20ms 32.8KHz 3.8481 1.0179 3.4370 4.2592 
5 30ms 40KHz 4.6192 1.5127 4.0082 5.2302 
6 30ms 40KHz 4.6869 1.5989 4.0411 5.3327 
7 30ms 32.8KHz 4.6404 1.3908 4.0786 5.2021 
8 30ms 32.8KHz 4.6450 1.5244 4.0293 5.2607 
Mean Travel Times for Tracked and Trackless Navigation 
An independent samples /-test was conducted to find if any difference exists between 
mean travel times for tracked and trackless navigation. Table 4.9 shows the values obtained 
by the test. An output from SPSS can be found in Appendix L. 
The mean score for tracked navigation (50.7330) was lower than the mean score for 
trackless navigation (80.8460). The standard deviation for tracked navigation (0.89047) also 
was less than for trackless navigation (1.23936). For testing a significant difference between 
tracked and trackless navigation, the number of degrees of freedom was 18 and the level of 
significance was 0.05, and the f-value needed to reject the null hypothesis is 2.001. The 
obtained value (62.399) exceeds the critical value, so the null hypothesis is rejected. Looking 
at the /-test, it can be said that there is a difference in mean travel times for tracked and 
trackless navigation. 
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Table 4.9 Mean Travel Times of Tracked and Trackless Navigation 
Group N Mean Std. Deviation t 
Tracked 10 50.7330 0.89047 
Trackless 10 80.8460 1.23936 62.399 
Deviation of the Path During Navigation 
Table 4.10 presents the descriptive statistics of the AGV deviation from its ground 
track on the way to its destination. At any given instant, if the AGV deviates to the left of the 
desired path the deviation value is considered to be negative and vice-versa. The shape of the 
ground track was oval in shape and the length of the track was 86 inches. These two 
parameters were kept constant for comparing the two approaches - tracked navigation and 
trackless navigation. The range of deviation for tracked navigation was 0.75 inch and the 
standard deviation was 0.26 inch. The variance of the mean deviation for tracked navigation 
was 0.07 inch. These values were calculated for 28 data points. The range of deviation for 
trackless navigation was 8.00 inches, and the standard deviation was 2.65 inches. The 
variance of the mean of deviation for trackless navigation was 7.06 inches. Again, these 
values were calculated for 28 data points. The minimum deviation of AGV from ground 
track in tracked navigation was -0.30 inch and the maximum deviation from the ground track 
was 0.45 inch. For trackless navigation, the minimum deviation of AGV from ground track 
in tracked navigation was -3.65 inches, and the maximum deviation from the ground track 
was 4.35 inches. Mean Travel Times for Tracked and Trackless Navigation 
An independent samples t-test was conducted to find if any difference exists between 
mean travel times for tracked and trackless navigation. Table 4.9 shows the values obtained 
by the test. An output from SPSS can be found in Appendix M. 
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Table 4.10 Descriptive Statistics for Deviation of AGV's Path 
Group N Range Minimum Maximum Mean Variance Std. deviation 
Tracked 28 0.75 -0.30 0.45 0.15 0.07 0.26 
Trackless 28 8.00 -3.65 4.35 0.81 7.06 2.65 
Figure 4.1 shows the deviation of AGV from the normal path when navigating by the 
tracked navigation method. Figure 4.2 shows the deviation of AGV from the normal path 
when navigating by the trackless navigation method. Looking at Figure 4.1 and 4.2 it can be 
noticed that there is an oscillatory pattern in the data. There can be various causes for the a 
oscillatory pattern in the data, like dynamic unstable control of the vehicle or uneven motor 
torque. 
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Figure 4.1 Deviation Plot from Tracked Navigation Approach 
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Figure 4.2 Deviation Plot from Trackless Navigation Approach 
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CHAPTER V 
CONCLUSIONS AND RECOMMENDATIONS 
Conclusions from this Study 
A new approach of a trackless navigation system for AGV navigation has been setup, 
developed, and examined. This system showed the capability of navigating the route by 
eliminating the track. An algorithm has been described using the triangulation technique to 
identify the position coordinates and the orientation of the AGV. The developed software for 
control of AGV lets the end user change the parameters and reprogram for a new AGV route. 
To reprogram for the new route, a unique technique of drawing the path using a mouse has 
been successfully implemented. Following were the findings from the statistical analysis: 
1) The linear relationship between the predicted variable and the predictor variable 
showed that it is possible to predict the position error when the distance between the 
AGV and the ultrasonic sensors used for triangulation is known. 
2) The time elapsed between two consecutive ultrasonic pings does not affect the 
accuracy for identifying the AGV position. 
3) It was concluded that a significant difference exists for the mean position error when 
the ultrasonic sensors with different operating frequencies are used. This maybe true 
only for certain operating frequencies, therefore further study is recommended. 
4) An ultrasonic transducer of 40 KHz frequency provided better accuracy of position 
error compared with a 32.8 KHz transducer. When those ultrasonic transducer are 
used to measure distance by time of flight method. 
5) There was less deviation from the ground track while traveling using the tracked 
method. (After discussion with Dr. Steve Russell it was determined that this 
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difference in deviation may have been due to the high tolerance that had been 
selected. Perhaps a lower tolerance of the same value used for the trackless test run 
as had been used for the tracked test run should minimize the deviation and difference 
between two methods.) 
6) There is a significant difference between the mean travel times of the tracked 
navigation method and that of the trackless navigation method provided the distances 
as well as shapes of ground track remain the same. The mean travel time to complete 
the ground track using the tracked method was shorter compared with the trackless 
navigation method. (By reducing the deviation of AGV from its ground track while 
traveling, the travel time may reduce.) 
A Benefit of analysis between the tracked and trackless navigation is provided in Table 
5.1. 
Table 5.1 Benefit of Analysis between Tracked and Trackless Navigation 
No. Tracked Navigation Trackless Navigation 
1 Initial cost for track installation No initial cost for track installation 
2 Maintenance cost to maintain physical No maintenance cost to maintain physical 
track track 
3 Fixed route Variable route 
4 Fixed route so vehicles move only in one Vehicles can move in any direction to 
direction to avoid collision avoid collision 
5 Can not make sharp turns Can make sharp turns 
6 Shorter duration to complete given path Longer duration to complete given path 
7 No initial cost for installation of system Initial cost for installation of system to 
to identify position identify position 
8 No maintenance cost to maintain Maintenance cost to maintain position 
position system system 
9 Less problem with accuracy Problem with accuracy 
10 Overall simple system Overall complicated system 
11 Lower deviation from the path Higher deviation from the path 
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Recommendations for Further Study 
Based upon this study, the researcher suggests the following further research topics that 
could develop into a reliable industrial AGV system. 
1) Collect data for ground tracks of varying shapes to gain a better understanding of the 
position error patterns. This study would be to reduce the position error. 
2) Collect data when the sensors are in the same position for both the tracked and the 
trackless vehicles. This study would be to determine if the deviating of the AGV would 
be insignificant between the two methods. 
3) Enhance the Graphic user interface (GUI) the study with 3D images and virtual reality 
for better user interface. Collect data to determine if improvement for end users would 
result. 
4) Include independent variables like slip of the motor and ground friction in the 
regression analysis of this study for a more accurate prediction of a robot's actual 
position. 
5) Study the effects of using different hardware like motors of emerging design, tires, air 
pressure etc. 
6) Determine the range of coefficients of friction for factory conditions of floors that the 
AGV would travel over. 
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