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Abstrakt 
Tato bakalářská práce se zabývá návrhem a implementací systému pro správu a analýzu dat ze 
šachových partií. Partie jsou uchovávány v úložišti dat, do kterého jsou nahrány pomocí vytvořeného 
systému. Byl implementován také algoritmus AprioriAll, který je použit k nalezení sekvenčních 
vzorů v uložených datech. Kromě toho jsou také implementovány funkce vytvoření stromu a 
vyhledávání v datech. Data o šachových partiích jsou uloženy ve standardním formátu PGN. 
 
 
 
 
Abstract 
This bachelor thesis deals with design and implementation of system for management and analysis of 
data about games of chess. The games of chess are stored in a database, to which they are uploaded 
by means of the system. There is also the AprioriAll algorithm implemented to find sequential 
patterns occuring in the data. Except of mining sequential patterns, the functionality of tree creation 
and searching in the data is also implemented. The data about games of chess are stored in a form of 
standard PGN files. 
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1 Úvod 
Citát: „Šachy jsou pro každého tím, co v nich hledá.“ (mistr světa Michal Tal) 
Šachy jsou duchovní činnost, která rozvíjí různé druhy dovedností.  Mezi ty nejdůležitější patří 
myšlení a paměť. Dříve tuto hru uměla jen vrchnost, proto se jí přezdívá hra králů. V dnešní době je 
to hra pro každého bez rozdílu věku, barvy pleti či národnosti.   
Vím i o případu, kdy žena neměla v důchodu co na práci a nudila se.  Začala tedy hrát a 
trénovat šachy. Když s ní můj trenér hrál, bylo ji kolem osmdesáti let a šachy hrála na úrovni 
kandidátky mistra a už několik let objížděla turnaje po Evropě. Takových podobných zajímavých 
životních příběhů je spousta a všechny mají jedno stejné, a to krásu šachové hry. Pokud chceme šachy 
hrát, potřebujeme k tomu jen šachovnici a figurky. Informace jsem čerpal z [6] a [7]. 
Tato bakalářská práce pojednává o zpracování a analýze dat ze šachových databází. Hlubší 
pohled do tajů šachové hry poskytuje kapitola 2. Čtenář se dozví hlavně to, jak se partie zapisují a 
ukládají do počítače. Popíšeme si číselnou a popisnou notaci. Hlavně se ale budeme zabývat 
zkrácenou algebraickou notací, která se v dnešní době pro záznam partií nejvíce využívá. V závěru 
této kapitoly si popíšeme standard PGN. Zaměříme se převážně na jednotlivé části tohoto standardu. 
V kapitole 3 si povíme něco o získávání znalostí z databází, tedy z jakých datových zdrojů lze 
data čerpat. Tento proces je velmi důležitý, protože tak získáváme informace skryté nebo netriviální, 
které jednoduchými dotazovacími příkazy na databázi nelze zjistit. Vysvětlíme si, že procesu 
získávání znalostí předchází tzv. předzpracování dat. V průběhu této části jsou data zpracovávána do 
použitelné formy. Poté si vysvětlíme samotné dolování dat. Zde budou zmíněny dvě metody, a to jsou 
prefixSpan a apriori all. Na závěr si řekneme něco o prezentaci dat. 
Kapitola 4 nám odhalí implementaci projektu. Rozebereme si a zanalyzujeme si řešený 
problém. Bude popsáno řešení jednotlivých částí projektu. Začneme pumpou dat, kde si popíšeme, 
jaká data do systému nahráváme a předzpracování těchto dat. Poté si řekneme něco o pomocném 
úložišti, které je nutné pro práci se šachovými partie. Dále si vyložíme získávání znalostí z databáze. 
Na závěr se dozvíte, jak se dají data ze systému stáhnout a jaký má systém design. Poslední částí této 
kapitoly je implementace samotné databáze. Zde bude vysvětleno, na co která tabulka slouží a jaká 
data uchovává. 
V kapitole 5 si můžete projít záznamy testů, které byly na systému provedeny samotným 
tvůrcem. Dále testy, které uskutečnilo několik vybraných respondentů. Tito respondenti také systém 
ohodnotili a popsali výhody a nevýhody. 
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2 Šachy 
2.1 Šachová notace 
2.1.1 Úvod 
Šachová notace je prostředek pro zápis dat o šachových partiích v jednoduché a srozumitelné 
formě.  V šachové terminologii notace označuje pole na šachovnici, záznam tahu či hlubší pohled na 
pozici, která vznikla. Tyto náležitosti jsou zapsány srozumitelnou formou.  
Šachová notace se vyvíjela postupným zkracováním zápisu.  První ze zápisů se nám dochoval 
ze Shakespearovy doby. Prováděný tah se zapisoval: 
 
Př. „1614: The white king commands his owne knight into the third house before his owne bishop.“ 
Překlad: „Bílý král poručil svému jezdci, aby jel na třetí pole před svého střelce.“ 
 
Takovému zápisu by se většina dnešních šachových expertů zasmála a hlavně by byl pro 
dnešní účely zcela nepoužitelný, neboť zápis je příliš dlouhý. Tento systém byl proto vylepšen jedním 
z nejlepších hráčů 18. století  A. D. Philidorem, který ho použil ve své knize Analyse du jeu des Échecs 
(Analýza šachové hry) [5]. Philidorův systém používal k popisu přirozený jazyk. (např.:„ Králův střelec, na 
čtvrtém poli královnina střelce.“). Po Philidorově smrti byl tento způsob zápisu inovován o možnosti 
zkratek jednotlivých figur a polí. Poté se tento systém vyvinul v deskriptivní notaci. Informace jsem 
čerpal z [2],[6] a [7]. 
 
2.1.2 Deskriptivní (popisná) šachová notace 
 Je používaná od dob Philidora [5] až do 70. let 20 
století převážně v anglicky mluvících zemích. Značí se 
jak pole, odkud figura jde, tak i pole, kam dojde.  
Pro popis jednotlivých tahů partie slouží zkratky. 
Pro popis figury je to začáteční písmeno dané figury 
v daném jazyce (viz. tabulka 2.1). Pro popis sloupce 
slouží iniciála figury, která na ní stojí v základním 
postavení. Pro braní figury slouží x, malá rošáda se 
označuje 0-0 a velká rošáda 0-0-0. Proměna pěšce v jinou 
figuru se vpisuje do kulatých závorek pomocí znaku 
lomítko nebo pomocí znaku rovná se. Obrázek 2.1 Deskriptivní (popisná) notace 
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Příklad zápisu: 
1. P-K4   P-K4 
2. Kt-KB3  Kt-QB3 
3. B-B4  B-B4 
 
Výhoda této notace je, že se zaměřuje pouze na šachy a nelze ji používat v jiných sportech. 
Nevýhodu představuje složitost samotného zápisu. Další informace se dozvíte na [3] a [7]. 
2.1.3 ICCF numeric (číselná) šachová notace 
Nespornou výchovu šachů je to, že partie lze 
hrát i korespondenčně. Soupeři tedy nemusí sedět 
naproti sobě, jednotlivé tahy si posílají elektronickou 
nebo normální poštou. Problém ovšem nastává ve 
chvíli, kdy spolu hrají dva hráči, kteří mluví jiným 
jazykem a používají tedy jiná písmena označující figury 
a pole na šachovnici. 
  Tento problém řeší číselná notace, která 
každému poli přiřadí místo písmene číslo. Vzniká tedy 
dvojrozměrné číslované pole, kde počáteční index je 
[1,1].  Tah se zapíše jako výchozí pole a konečné pole. 
Figurku, za kterou chceme pěšce přeměnit, označíme 
polem, na které stála v základním postavení. Výhodou 
této notace je její snadné počítačové zpracování.   
Příklad zápisu partie: 
1. 5254   3735 
2. 3233   4745 
 
Velkou nevýhoda ovšem je, že se přenáší příliš málo informací. Zápis není příliš přehledný a 
srozumitelný. Další informace se dozvíte na [4] a [7]. 
2.1.4 (zkrácená) Algebraická notace 
Tato nejpoužívanější notace, která je zároveň oficiální notací podle mezinárodní šachové 
federace (FIDE), používá dva druhy zápisu. První je plná algebraická notace, při níž se zapisuje jak 
nové umístění figurky, tak i její počáteční stanoviště. Druhá forma zápisu se nazývá zkrácená 
algebraická notace (SAN). Zde se zapisuje jen nové umístění figurky. Pro zjednodušení a rychlejší 
zápis se v dnešní době převážně používá zkrácená forma.  
Obrázek 2.2 ICCF numeric (číselná) notace 
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Zápis figurky se značí následovně: 
Plná forma:   <figurka><původní umístění> – <nové umístění> 
Zkrácená forma: <figurka><nové umístění> 
 
Zápis figurky je dán jazykem, který zapisovatel používá. Dle následující tabulky:  
Jazyk Král Královna Havran Biskup Rytíř Pěšák 
figurka ♔ ♚ ♕ ♛ ♖ ♜ ♗ ♝ ♘ ♞ ♙ ♟ 
Český K Král D Dáma V věž S Střelec J jezdec (P) pěšec 
Angličtina K král Q královna R věž B biskup N / Kt rytíř (P) pěšák 
Tabulka 2.1 zápis figur v různých jazycích 
 
Zápis pole je určen průsečíkem sloupce a 
řádku. Sloupce jsou pojmenovány jednotlivými 
písmenky abecedy od a po h a řádky se označují 
čísly od 1 do 8. V notaci se používají i speciální 
symboly pro různé situace šachové partie. Pro braní 
slouží znak x, který se vkládá mezi figurku a pole 
umístění. Pro rošádu používáme označení 0-0 či 0-0-
0 pro velkou rošádu.  Pokud nastane na šachovnici 
šach, uvedeme tuto skutečnost do zápisu symbolem 
+. Mat se značí #. Poslední speciální značení je pro 
tah, kdy pěšec dojede na poslední řadu a promění se 
v jakoukoli figurku kromě pěšce a krále. Tuto 
skutečnost zaznamenáváme standardně jako 
předchozí tahy jen s tím rozdílem, že za tah připíšeme zkratku figurky, ve kterou se pěšec proměnil. 
Před zkratkou může být i znak rovná se. 
Na závěr partie se vždy píše výsledek. Povoleny jsou jen tyto možnosti: 1-0, 0-1, 1/2-1/2. 1-0 
znamená, že hráč s bílými figurami vyhrál. 0-1 znamená, že hráč s černými figurami vyhrál a 1/2-1/2 
označuje remízu. V mistrovských soutěžích se soupeři pod výsledek podepíší, aby se předešlo 
spekulacím o jeho správnosti. 
 
Obrázek 2.3 Algebraická notace - popis pole 
 6
Tato notace slouží i pro komentátory partií. Jejich značky (viz. tabulka 2.2) jsou povoleny. 
 
Značka popis 
! Silný, dobrý tah 
!! Velmi silný, překvapující tah 
? Chyba, slabý tah 
?? Hrubá chyba 
!? Pozoruhodný, zajímavý tah 
?! Sporný, pochybný tah 
= Rovná pozice – žádná strana nemá větší výhodu 
 
Černý má výhodu 
± Bílý má výhodu 
+- Bílý stojí na výhru 
-+ Černý stojí na výhru 
 Varianta dál pokračuje 
□ Vynucený tah 
Tabulka 2.2 hodnocení jednotlivých tahů 
 
Výhodou algebraické notace je stručný, ale dostatečný zápis partie. Nevýhodou je, že tah není 
nezávislý na kontextu partie. Vzhledem k tomu, že nezaznamenáváme počáteční umístění figurky, 
stejný záznam jednoho tahu může znamenat jiné provedení na šachovnici. Ze zápisu tahu Vd3 
nezjistíme, z kterého pole věž šla. Ve skutečnosti tedy věž mohla jít z pole d1.  O pár tahů později se 
věž přesunula na stejné pole z c3. Samozřejmě lze i tuto skutečnost rozpoznat z průběhu partie, ale je 
to složitější nežli v plné algebraické notaci. Informace jsem čerpal z [9] a [20]. 
Příklad zápisu partie: 
1. e4 – e5 
2. Jf3 – Jc6  
3. Sc4 – d6 
4. Jc3 – Sg4 
5. Jxe5 – Sxd1 
6. Sxf7 – Ke7 
7. Jd5# 1-0 
 
Tato notace se používá i pro záznam partií do elektronické podoby. Pro tento účel byl 
vytvořen mezinárodně uznávaný standard zvaný PGN [11].  
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2.2 Standard PGN (Portable Game Notation) 
Informace pro tuto kapitolu byly čerpány z [7],[9],[10],[11] a [20]. 
S rozvojem počítačů bylo potřeba vybrat z výše uvedených notací jednu, která se bude 
používat všeobecně. Mezinárodní šachová federace (FIDE) vybrala pro tento účel zkrácenou 
šachovou notaci (SAN) a doporučuje ji používat všem. Proto byl kolem roku 1993 vyvinut standard 
PGN, který tuto notaci používá pro záznam partií v elektronické formě. Standard používá textový 
formát zápisu dat. Pro uchovávání dat se používá osmibitové kódování ISO 8859/1. Znaky národních 
abeced jsou povoleny jen v konstantách a komentářích.  
 
Hlavní výhodou je textový formát, ve kterém se PGN zapisuje. Je snadno čitelný a jednoduše 
zpracovatelný.  Další nespornou výhodou je celosvětové rozšíření tohoto standardu – používá ho 
skoro každý šachový program, který má možnost exportu či importu. V dnešní době se z internetu 
dají lehce stáhnout miliony partií právě v tomto formátu zcela zdarma. 
 
Nevýhody představuje práce s většími databázemi. Pro ty se tento nástroj nehodí, neboť má 
velké paměťové nároky. Problémy mohou nastat i v kódování řetězců v souboru, neboť data jsou 
přenášena pomocí standardu ASCII.  
 
Objevily se pokusy nahradit tento standard značkovacím jazykem XML. Byť existují projekty 
např. PGNXML, které tuto problematiku řeší, nepodařilo se však tohoto cíle dostatečně dosáhnout. 
Kvůli jednoduchosti formátu a snadné práci s ním jsem si PGN vybral i pro tento projekt.  
Standard definuje dva formáty, které se příliš neliší: 
1. Import dat – volnější formát, který slouží pro ruční přípravu a manipulaci s daty. Data jsou 
úmyslně neurčitá. Manipulace se může provádět pomocí obyčejného textového editoru. 
2. Export dat – má striktní strukturu, je vhodný pro výstup dat.  
 
Jak vypadá soubor podle standardu PGN? Jednotlivé partie v souboru jsou odděleny prázdným 
řádkem. Tyto partie se skládají ze dvou částí. První část tvoří hlavička partie, kde jsou popsány různé 
náležitosti související s partií. Druhou část tvoří samotné tahy. Tyto části jsou odděleny volným 
řádkem. 
 
Hlavičku partie tvoří sedm povinných tagů. Každý tag se zapisuje na nový řádek do hranatých 
závorek. První část tagu představuje název atributu (např. White), poté následuje mezera a druhá část 
tagu. Ta se zapisuje do anglických uvozovek a reprezentuje hodnotu atributu (např. "1-0"). Jestliže 
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není hodnota atributu známá, používá se symbolu „?“. Hlavička obsahuje několik nepovinných tagů. 
Tyto tagy rozšiřují informace o partii. 
2.2.1 Hlavička 
Jak už bylo zmíněno, v každé partii by mělo být sedm povinných tagů:  
a. Event – soutěž: jméno turnaje nebo zápasu, kde se partie hrála 
b. Site – místo: místo kde událost probíhala  
Formát zápisu: město, region, země   
c. Date – datum: kdy se událost konala 
Formát zápisu: rok.měsíc. den 
d. Round – kolo: pořadové hrací kolo události 
e. White – bílý: jméno a příjmení hráče hrajícího bílými figurami 
f. Black – černý: jméno a příjmení hráče hrajícího černými figurami 
g. Result – výsledek: výsledek partie  
•  "1-0" – vyhrál hráč hrající bílými figurami 
• "0-1" – vyhrál hráč hrající černými figurami 
• "1/2-1/2" – partie skončila remízou 
• "*" – partie není dohraná nebo není známý výsledek 
Nepovinné zajímavé tagy: 
a. ECO – Encyclopaedia of Chess Openings – klasifikační systém pro tahy v šachovém 
zahájení. Používá algebraickou notaci. Původně to byla kolekce 5 knih, které vycházely 
v šachových informátorech od roku 1966 a které tvořili šachový mistři. V dnešní době se 
z této encyklopedie stává spíše standard pro šachová zahájení [21]. 
b. ELO (WhiteElo, BlackElo) – ohodnocení hráče založení na výsledcích, kterých dosáhl ve 
svých šachových partiích. Název získal podle svého zakladatele Arpada Ela. Toto hodnocení 
bylo celosvětově zavedeno od roku 1970.  V naší republice se rozlišují dva druhy ELA. 
Národní Elo, o které se stará ŠSČR a mezinárodní (tzv. FIDE ELO), má mezi šachisty větší 
váhu [10]. 
c. Annotator – autor komentářů k partii 
d. PlyCount – počet půl-tahů celé partie 
Pro naše potřeby nám budou dostačovat položky ECO a ELO. Ostatní položky slouží spíše pro 
analýzu partie. Nyní si ukážeme příklad ze zápasů o titul mistra světa, jak může hlavička vypadat 
[11]: 
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[Event "Zápas o MS 2010"] 
[Site "?"] 
[Date "2010.04.27"] 
[Round "3"] 
[White "Topalov, Veselin"] 
[Black "Anand, Viswanathan"] 
[Result "1/2-1/2"] 
[WhiteElo "2805"] 
[BlackElo "2787"] 
[PlyCount "91"] 
[EventDate "2010.04.24"] 
2.2.2 Box s tahy 
Samotné tahy používají pro svůj zápis krátkou algebraickou notaci (SAN). Jakákoli část 
zápisu, jak už samotné tahy, tak i části tahu, se odděluje mezerou. Box může obsahovat i komentáře 
komentátorů partie. Tyto komentáře se zapisují do kulatých, hranatých a složených závorek. Na konci 
každého boxu je výsledek partie, tento výsledek nalezneme i v hlavičce atributu result. Následující 
příklad, který vypracoval mezinárodní mistr David Kaňovský,  ukazuje, jak lze zapsat partii i 
s komentáři [11]: 
 
1. d4 d5 {Oproti první partii Anand tedy odbočuje (celkem pochopitelně) už v 
prvním tahu.} 2. c4 c6 3. Nf3 Nf6 4. Nc3 dxc4 5. a4 Bf5 6. Ne5 e6 7. f3 {#} c5 
({Ve vzájemné partii z roku 1997 zvolil Anand} 7... Bb4 {a partie po zajímavém 
průběhu skončila remízou.}) 8. e4 Bg6 9. Be3 cxd4 10. Qxd4 Qxd4 11. Bxd4 Nfd7 
12. Nxd7 Nxd7 13. Bxc4 a6 {Přesně s touto pozicí má Topalov zkušenosti již ze 
svého předchozího boje o titul, hrála se v 6. partii zápasu mezi Topalovem a 
Kramnikem v roce 2006, která skončila remízou v 31. tahu.} 14. Rc1 {#  Ve výše 
zmíněném duelu zvolil Topalov pokračování} (14. Ke2 {s dalším 15.Vhd1.}) 14... 
Rg8 $146 {V této konkrétní pozici zřejmě novinka, ačkoliv Anand kopíruje 
Kramnikův koncept: černý investuje jedno tempo za to, aby vyvinul černopolného 
střelce. Vzhledem k symetrickému charakteru pozice může bílý stěží tuto ztrátu 
tempa nějak využít.} ({Ve třech partiích, které jsem našel, černí nejdříve 
zahráli} 14... Rc8 {, avšak pokaždé prohráli. Anand tento tah nedělá a jak 
uvidíme později, půjde na c8 nejdříve jeho královská věz.}) 15. h4 h6 16. Ke2 
Bd6 17. h5 Bh7 18. a5 {Bílý uskutečnil dva výjezdy po krajnici, čímž zvětšil 
svou prostorovou převahu, ovšem jestli to k získání nějaké objektivní výhody 
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stačí, to si vůbec nejsem jistý.} Ke7 19. Na4 f6 20. b4 {#} Rgc8 ({Anand 
celkem pochopitelně odmítá nabízeného pěšce, po} 20... Bxb4 21. Rb1 Bxa5 22. 
Nc5 $1 {by musel jít do koncovky s kvalitou méně po} b5 ({hrubou chybou by bylo 
} 22... Nxc5 $2 23. Bxc5+ Kd7 24. Rhd1+ Kc6 25. Ba3 $18 {a přestože má černý 
dva pěšce více, stojí na prohru!}) ({také po} 22... Bb6 23. Nxe6 Rgc8 24. Bd5 
$36 {by měl bílý velmi silnou iniciativu}) 23. Bxe6 Nxc5 24. Bxg8 Bxg8 25. 
Bxc5+ Kd7 {a tady sice nestojí o tolik hůř (dvojice střelců a spojení volní 
pěšci jsou dobrou kompenzací), ale kvalita je kvalita.}) 21. Bc5 {Veselin se 
snaží pozici nějak přiostřit, ale vybral si dle mého soudu spatnou variantu: 
nenapadá mě, jak by černý mohl takovouto pozici prohrát (nebo alespoň stát 
hůře).} Bxc5 22. bxc5 Rc7 23. Nb6 Rd8 24. Nxd7 Rdxd7 25. Bd3 {#} Bg8 ({Víc se 
mi líbí pokračování} 25... Rc6 $5 26. Rc3 Rdc7 27. Rb1 Kd8 $11) ({a asi úplně 
nejvíc aktivní} 25... f5 $5 {, čímž černý nejen ze se snaží rozehrát střelce, 
ale také může v budoucnu aktivizovat krále přes f6.} 26. c6 Rxc6 27. Rxc6 bxc6 
$11) 26. c6 $1 {Jediná šance bílého hrát na výhru spočívá ve vytvoření slabiny 
na a6. Jak ovsem uvidíme, ani to bílému k získání výhody nestačí.} Rd6 ({Snad 
bylo jednodušší} 26... Rxc6 27. Rxc6 bxc6 {, jak se říká: míň figur, míň 
starostí.}) 27. cxb7 Rxb7 28. Rc3 (28. Rc5 $5) (28. Ke3 $5) 28... Bf7 29. Ke3 
Be8 30. g4 (30. Rhc1 $5) 30... e5 31. Rhc1 Bd7 {#  Zde si neodpustím jednu 
odlehčenou poznámku: Anand jako by po prvním tahu střelce (Sf5) zapomněl, že 
střelec může táhnout o víc polí, a od té doby se s ním pohybuju pěkně "o 
jedno"...:)} 32. Rc5 Bb5 $1 {Nejjednodušší řešení.} 33. Bxb5 axb5 $11 { 
Čtyř-věžová koncovka je jasná remíza, pěšci "a" a "b" se vzájemně vymění a může 
se jít na večeři.} 34. Rb1 b4 35. Rb3 Ra6 36. Kd3 Rba7 37. Rxb4 Rxa5 38. Rxa5 
Rxa5 39. Rb7+ Kf8 40. Ke2 Ra2+ 41. Ke3 Ra3+ 42. Kf2 Ra2+ 43. Ke3 Ra3+ 44. Kf2 
Ra2+ 45. Ke3 Ra3+ 46. Kf2 {#  Ještě ze existuje pravidlo o třikrát opakované 
pozici, Topalov totiž prohlásil, že během celého zápasu nebudu nabízet ani 
přijímat remízy...:)} 1/2-1/2 
 
V některých případech, většinou příkladech na trénink, lze partii zapsat od určité pozice. 
Vzhledem k tomu, že zkrácená algebraická notace pro tento účel nepostačuje, byla zkrácená 
algebraická notace rozšířena o Forsyth-Edwards notation (FEN) [22]. Tato notace nese informaci o 
rozložení sil na šachovnici. V dnešní době se též využívá pro zápis Fischerových šachů, kde na 
počátečním rozložení sil na šachovnice má vliv náhoda. 
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3 Získávání znalostí z databází 
3.1 Historie 
Stále větší shromažďování dat vedlo ke špatné orientaci v datech a tudíž i ke ztrátovosti. Bylo 
potřeba tomuto zamezit a vytvořit nějaké mechanismy pro jejich zpracování a analýzu. První náznaky 
řešení se objevily v 60. letech 20 století. Šlo především o regresní analýzu s automatickým výběrem 
proměnných a první rozhodovací stromy.  
 
Během sedmdesátých a osmdesátých let se začala objevovat první systematická využití 
mechanismů v praxi. Za tímto jevem stálo rozvoj statistických metod, databázových aplikací, umělé 
inteligence a růst rychlosti a paměti počítačů.  Mechanismy představovaly spíše problematiku nežli 
řešení. 
O problematice dobývání dat z databáze se začalo uvažovat v 90. letech 20 století, díky 
konferenci o umělé inteligenci, která proběhla v USA. Byly tak využity už dávno existující metody 
(metody strojového učení), technologie (databázové technologie) a postupy (statistické postupy), 
které byly zpracovávány odděleně. Konference jednotlivé odnože spojila. Pro mnohé komerční 
organizace s velkými objemy dat byly vytvořeny aplikace na její lepší analýzu a zpracování. Dolování 
dat se začalo plně využívat v marketingu, finančnictví, maloobchodním prodeji, telekomunikací či 
v internetovém prodeji. Informace jsem čerpal z [13] a [15]. 
 
3.2 Proces získávání znalostí 
3.2.1 Úvod 
„Data mining je proces získávání pozoruhodných (netriviálních, implicitních, předem neznámé a 
potenciálně užitečné) informací nebo vzorů z velkých informačních skladů jako jsou relační databáze, 
XML sklady atd.“ citováno z [8]. 
 
Pojmem proces získávání znalostí rozumíme netriviální získávání implicitních, dříve 
neznámých a potenciálně užitečných informací z dat. KDD bývá chápáno také jako interaktivní a 
iterativní proces tvořený kroky selekce, předzpracování, transformace, vlastního dolování (data 
mining) a interpretace [12]. 
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Datové zdroje (web, soubor, …) 
preprocesing  
Dolování dat (Data - mining, …) 
Prezentace dat 
Koncový  
uživatel 
Následující obrázek ukazuje cestu dat z datového úložiště až po samotného koncového 
uživatele. Jednotlivé části popisují, kde se data nacházejí a co se s nimi děje. Informace jsem čerpal z 
[1]. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
3.2.2 Datové zdroje 
Je důležité si uvědomit, jaká data budeme zpracovávat a odkud je budeme čerpat, abychom 
využili všechen potenciál, který obsahují. Nebylo by přeci vhodné se snažit analyzovat armádní data 
v lékařství. Zdroje dat se dají rozdělit různými způsoby např. podle formátu nebo podle typu 
databáze, která data uchovává. 
 
 Jako příklad jsem si zvolil rozdělení dat podle cennosti dat:  
a. Demografická  - Tato data jsou většinou levná, tudíž lehce zjistitelná, ale mnohdy bývají 
neúplná. Patří sem různé charakteristiky osob. 
b. Behaviorální – To jsou data, která nás nejvíce zajímají, pokud chceme použít technologii data 
miningu. Patří sem různé typy cenných dat např. prodej, nákup…   
c. Psychografická – Tato data jsou nám nápomocna, abychom odhadli, jak se zákazník zachová 
v určitý moment. 
Pro účely této práce byla využívána behaviorální data. Informace jsem čerpal z [1], [12] a [13]. 
Obrázek 3.1 pyramida procesů KDD 
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3.2.3 Předpracování dat 
Pokud chceme uvažovat o dolování dat, musíme se v první řadě zamyslet, z jakých zdrojů 
budeme čerpat a jakým způsobem si data opatříme. Pokud data získáváme z nějakých nekorektních 
zdrojů, je potřeba je kontrolovat, aby se do databáze nedostala nekorektní data. Pokud jsou data 
korektní, nemusí být upravena pro potřeby databáze – chybějící hodnoty, atd. Zde se využívá 
předzpracování dat, které data upraví tak, aby byla vhodná pro uložení do datového úložiště. Díky 
této technologii se zvýší efektivita získávání znalostí. 
 
Rozlišujeme tyto úlohy, které předzpracování dat má: 
a. Čištění dat – má za úkol doplnit chybějící hodnoty a odstranit nepotřebné hodnoty. 
Řeší nekonzistenci dat. 
b. Integrace dat – cílem je najít cestu mezi různými datovými zdroji. 
c. Transformace dat – je velice důležitá z pohledu dolování dat, neboť je upraví tak, aby 
byla vhodná pro dolovací nástroje. 
d. Redukce dat – využívá se při redukování objemu dat. 
Informace jsem čerpal z [1], [14], [15] a [16]. 
3.2.4 Dolování dat 
Proces hledání informací, které nejsou zřejmé. Využívá se zde mechanismu data mining. My 
se zaměříme na jeden typ dolování, a to sekvenční dolování dat. Jejich výsledkem jsou vzory dat. O 
problematice se více dozvíte v další části práce. 
3.2.5 Prezentace dat 
Znalosti jsou převedeny do formy, ve které jsou srozumitelné uživateli. Využívá se zde i 
vizualizace dat, která může probíhat různými formami od obyčejného textu až po různé animace. 
Vizualizace by ovšem neměla přesáhnout nějakou mez, která uživatele spíše odrazuje. Informace 
jsem čerpal z [1], [14], [15] a [16]. 
3.3 Data – mining a dolování sekvenčních vzorů 
Pro tuto kapitolu jsem informace čerpal z [1], [14], [15] a [16]. 
Vzhledem k tomu, že pojem data mining je velice rozsáhlý, podíváme se na typy dat, které 
jsou vhodné pro tento proces dolování. 
Typy dat vhodné pro dolování: 
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a. Relační databáze – data jsou popsána pomocí atributů 
b. Transakční databáze – tvoří ji kolekce transakčních záznamů 
c. Prostorová databáze – obsahují i lokační a geografická data 
d. Temporární databáze – je v nich využitý čas  
e. www – využívá technologie web miningu 
Ve většině případů se tedy využívá dolování z nějakého druhu databáze.  
Jak dolování probíhá? Využívají se k tomu různé techniky a algoritmy. Podle typů techniky, 
kterou použijeme pro dolování dat, se dál data mining dělí: 
a. Klasifikace 
b. Predikce 
c. Asociační pravidla 
d. Shlukování 
e. Sekvenční vzory 
 
My se nejvíce zaměříme na techniku dolování sekvenčních vzorů, která nejvíce vyhovuje našim 
potřebám.  
 
Dolování sekvenčních vzorů 
Je to proces vytahování sekvenčních vzorů z úložiště dat. Sekvenční vzory jsou sady 
informací následující po sobě a závislé na čase.  
 
Rozlišujeme 4 druhy modelů vzorů, které můžeme získat z různých typů dat: 
a. Trendová analýza – nalezení hodnotících modelů v čase, používá se pro dlouhodobé směrové 
posuny a používá se pro opakující se nepravidelné cyklické variace. 
Využívá se pro analýzu skladů v obchodu. Př. historie ceny Microsoftu 
b. Hledání podobností – pokouší se najít následnost nebo postup, které se mírně odlišují, typ 
využívá délky následnosti 
c. Sekvenční vzory – zkouší najít vztah mezi výskytem sekvenčních událostí, cílem je zjistit, 
jestli existuje specifické pořadí událostí. Nemusí zde být rozhodující 
časové razítko události, důraz je kladen na pořadí. 
d. Periodické vzory – jsou podobné sekvenčním vzorům, rozdíl je v tom, že periodické vzory se 
berou z dlouhodobého hlediska. Tudíž jsou to dlouhodobá sekvenční data 
rozdělena do period.  
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My se budeme zabývat převážně sekvenčními vzory a hledat vztahy mezi jednotlivými 
zkoumanými událostmi. Pro dolování dat se využívají tyto algoritmy: AprioriAll, AprioriSome, 
DynamicSome, GSP, PrefixSpan a SPADE. Každý algoritmus je vhodný pro jiný typ dat. Algoritmus 
GSP využívá časových razítek, proto je pro naše dolování nevhodný. Nyní si blíže ukážeme, jak 
fungují algoritmy PrefixSpan a AprioriAll. 
3.3.1 AprioriAll 
Poprvé byl představen v roce 1995. Více se dozvíte v [8]. Samotný algoritmus je složen z pěti fází: 
a. Řazení – databáze seřazena podle předem definovaného klíče 
b. L-itemsets – databáze je rozdělena na menší části, jednotlivé části jsou potom zkoumány 
c. Transformace – původní databáze je přetvořena na sadu sekvencí, které jsou reprezentovány 
L- Itemsetem 
d. Sekvence – všechny nejfrekventovanější sekvence jsou generovány pro transformaci do 
sekvenční databáze 
e. Maximální fáze – sekvenční vzory z databáze obsahují také jiné sekvenční vzory, které jsou 
zkoumány v této fázi. Takto můžeme maximálně využít všechny informace 
v sekvenčních vzorech. 
V příkladu si uvedeme princip dolování dat pomocí algoritmu AprioriAll na webové stránky. 
Mějme databázi D, transakce S1, S2, S3, S4, pak uživatele U1, U2, U3 a webové části A, B, C, D.  
Databáze D vypadá takto: 
 
Sekvence Uživatel Webové části 
S1 U1 <A, B, C> 
S2 U2 <A, C> 
S3 U1 <B, C, E> 
S4 U3 <A, C, D, C, E> 
3.1 model databáze 
 
Uživatel U1 používá dvě transakce. Sekvence tedy se může skládat z více transakcí, přičemž 
přístup na webové stránky nemusí být souvislý. Nás budou zajímat transakce S1 a S3. Podpora 
sekvence je určena procentem uživatelů, kteří mají danou sekvenci, ne procentem transakcí.  
Nyní začne pracovat samotný algoritmus. První fáze je řazení dat.  
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Data se řadí podle časové nálepky každé navštívené stránky uživatelem:  
Sekvence Uživatel Webové části 
S1 U1 <A, B, C> 
S3 U1 <B, C, E> 
S2 U2 <A, C> 
S4 U3 <A, C, D, C, E> 
3.2 seřazená databáze 
Nagenerujeme množiny kandidátní délky: 
Označení Kandidáti 
C1 <A>,<B>,<C>,<D>,<E> 
3.3 vygenerovaní kandidáti C1 
z ní určíme množinu jednoprvkových sekvencí: 
 
Označení Sekvence 
L1 <A>,<B>,<C>,<D>,<E> 
3.4 jednoprvkové sekvence 
Což  znamená, že každá stránka je odkazována minimálně jedním uživatelem.  
Nyní vygenerujeme kandidáty C2 z L1, čímž je zohledněno používání stránky dopředu či dozadu.  
označení Kandidáti: 
C2 <A, B>, <A, C>, <A, D>, <A, E>, 
 <B, A>, <B, C>, <B, D>, <B, E>, 
 <C, A>, <C, B>, <C, D>, <C, E>, 
 <D, A>, <D, B>, <D, C>, <D, E>, 
 <E, A>, <E, B>, <E, C>, <E, D> 
3.5 vygenerovaní kandidáti C2 
Dále určíme množinu L2 dvouprvkových sekvencí: 
Označení sekvence 
L2 <A, B>, <A,C>, <A, D>, <A,E>, 
 <B, C><B,E>, 
 <C, B>, <C,D>, <C, E>, 
 <D,C>, <D, E> 
3.6 dvouprvkové sekvence 
To jsou takové sekvence, kde se každá sekvence nachází v minimálně jedné sekvenci 
definované uživatelem. Stejným způsobem pokračujeme dál, dokud nezískáme, co požadujeme. 
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3.3.2 PrefixSpan 
Je to účinný algoritmus. Jeho největší výhoda spočívá v používání projekce. Nepotřebuje 
žádné kandidátní generování a používá rekurzivní procházení databáze. Postup je takový, že z celé 
velké databáze vytváří menší databáze pro další procházení. Využívá proto projekční metody level by 
level, bi level, pseudo.  Více se dozvíte v [1].   
Customer-id Customer Sequence 
1 <(30)(90)> 
2 <(10, 20)(30)(40,60,70)> 
3 <(30,50,70)> 
4 <(30)(40,70)(90)> 
5 <(90)> 
 
Tabulka 3.7 tabulka zákazníků a jejich transakcí 
 
 
<(30)> 0     
<(40)> (0, 2, 0) 0    
<(70)> (0, 2, 1) (0, 0, 2) 0   
<(40, 70)> (0, 2, 0) (0, 0, 2) (0, 0, 2) 0  
<(90)> (0, 2, 0) (0, 1, 0) (0, 1, 0) (0, 1, 0) 0 
 <(30)> <(40)> <(70)> <(40, 70)> <(90)> 
 
Tabulka 3.9 matice výskytů 
 
První tabulka nám popisuje jednotlivé zákazníky a jejich sekvence transakcí, jak šly v čase. 
Když máme takové údaje, algoritmus PrefixSpan vybere jednotlivé zkoumané transakce a vytvoří 
Large Itemsets. K těmto transakcím pomocí metody level-by-level nalezne výskyty, které jsou za 
danou transakcí. Pokud jsou nalezeny všechny výskyty, můžeme vytvořit matici výskytů jednotlivých 
zkoumaných Itemsetů. 
 
Jak už bylo zmíněno výše, PrefixSpan je zaměřen převážně na větší databáze, se kterými se 
dokáže vypořádat dělením na menší části a zkoumáním jednotlivých částí.  
Large Itemsets Projected Database 
<(30)> <(90)> <(40, 60, 70)> 
<(_, 50, 70)> <(40,70) (90)> 
<(40)> <(_, 60, 70)> <(_, 70) (90)> 
<(70)> <(90)> 
<(40, 70)> <(90)> 
<(90)>  
Tabulka 3.8 výstup medoty Level-by-Level 
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4 Implementace 
4.1 Požadavky na systém a analýza problému 
Úkolem bylo vytvořit informační systém, který bude spravovat data o šachových partiích.  Při 
vytváření má být využita technologie sekvenčního dolování dat. Práce má zodpovědět otázku, zde lze 
tuto technologii využít v problematice, která řeší práci s šachovými partiemi. Dále chci zjisti, jestli je 
systém v praxi využitelný a jednoduše dostupný.  
Je tedy potřeba navrhnout systém pro data o šachových partiích. Systém je skupina součástí, 
které jsou spojeny a tvoří jeden celek.  V našem případě se jedná o otevřený systém. Otevřený systém 
je takový systém, který má nějaké vstupy do systému a výstupy ze systému.  
Pro vstup do systému byl využit soubor s příponou pgn, který slouží pro uchovávání dat 
z partií, a vlastní implementované pumpy. Pumpa se stará o přesun dat ze souboru do datových 
úložišť. Pro účely uložení dat byl, po delším uvažovaní, vybrán databázový systém MySQL. Více o 
systému MySQL se dozvíte zde [18]. Velký vliv na ovlivnění úsudku měl hlavně fakt, že komponenta 
MySQL je velice rozšířená a hlavně bezplatná, tudíž by měla být dostupná skoro každému. Tímto 
jsem se snažil splnit jeden ze zadaných úkolů, a to systém snadno využitelný a jednoduše dostupný 
v praxi. MySQL se nejvíce využívá s jazykem PHP [17], který slouží pro zpracování dat. PHP je 
skriptovací programovací jazyk, který přistupuje do databáze k datům a posléze je zpracovává tak, 
aby byla srozumitelná pro uživatele. Data převádí do formy HTML a posílá je klientskou jednotku 
nebo je tiskne do souboru s příponou pgn a tento soubor zpřístupní uživateli. Tyto formy zpracování, 
jako je HTML a soubor s příponou pgn, jsou výstupem ze systému. 
Dalším bodem bylo využitelnost technologie sekvenčního dolování dat. Z toho vyplývá, že 
využívá různé algoritmy, které se starají dolování dat. Algoritmy se různě liší a každý je vhodný pro 
jiný typ dat. Pro naše účely bylo využito algoritmu Apriori all, který nejvíce vyhovuje našemu 
problému.  Tento algoritmus se skládá z několika fází, o kterých jste se dozvěděli v kapitole Apriori 
all v teoretické části práce.  
 
Úložiště 
dat 
MySQL 
Zpracování 
Dat 
PHP 
Dolování dat pumpa vizualizac .pgn 
HTML 
.pgn SELECT … 
Putování dat 
Obrázek 4.1 putování dat v systému 
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4.2 Návrh jádra systému 
Po hlubším prostudování problému byl navržen systém, který obsahuje několik součástí. Každá 
součást obsahuje vlastní funkcionalitu a jednotlivé součásti na sebe navazují.  
 
 
 
 
První součástí je vstupní bod, pro naše potřeby nazván pumpa dat. Pumpa umí zpracovávat 
data ze souboru s příponou pgn. Výstupem je nahrání šachových partií do databáze. Databáze je další 
součástí systému a má za úkol shromažďovat různé partie pro jejich další zpracování. Pro další práci s 
partiemi je třeba pro mezivýsledky zavést pomocné úložiště neboli Buffer.  
 
Pro samostatné získávání dat z databáze slouží další součásti systému filtr a vzorek. Jak už 
bylo řečeno, partie se skládá z hlavičky a z jednotlivých tahů. Rozdíl mezi filtrem a vzorem je tedy 
v tom, že filtr zkoumá jen hlavičky partií a vzor slouží pro zkoumání jednotlivých tahů partie. Jakmile 
získáme nějaká data, která jsou v Bufferu, využijeme poslední součásti a to je report partií. Report 
nám vytvoří soubory s příponou pgn. Systém umožňuje i archivaci těchto souborů přímo v systému.    
 
PUMPA 
ZAHOZENÍ 
PROHLÍŽENÍ 
REPORT 
FILTR 
VZOREK 
.PGN NAHRÁNÍ NAHRÁNÍ 
FILTRACE 
NAHRÁNÍ 
VZORKOVÁNÍ 
NAHRÁNÍ 
DATABÁZE BUFFER 
VYČIŠTĚNÍ ZAHOZENÍ 
PROHLÍŽENÍ 
PROHLÍŽENÍ 
REPORTOVAT 
VŠE 
REPORTOVAT 
.PGN 
HTM
Obrázek 4.2 Návrh systému 
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Zadání práce bylo řešeno tak, aby bylo použitelné i pro normálního uživatele. Proto zde byla 
vytvořená nápověda, která popisuje funkci jednotlivých částí systému. Dále zde byl vytvořen 
výukový kurz, aby si uživatel mohl vyzkoušet, co systém dokáže a jak ho lze využít v praxi. 
Vzhledem k tomu, že se systém při větším množství dat může zdát nepřehledný, sem byly přidány 
různé statistiky, které informují uživatele o stavu systému. Nyní se podíváme na jednotlivé součásti 
sytému podrobněji. 
4.2.1 Pumpa dat 
Pumpa dat slouží pro nahrávání dat ze souboru s příponou pgn do databáze. V našem systému tuto 
funkci zastává objekt zvaný pumpa. Pumpa má na starost veškerou činnost, která je spojena s daty na 
úrovni nahrání do systému. 
 
Používá k tomu následující metody: 
Public Function nastavSoubor($jmenoSouboru) – tato metoda dostává jako argument 
název souboru, ze kterého bude 
pumpa čerpat data. 
Po nastavení názvu souboru je třeba dotyčný soubor projít a partie nahrát do MySQL 
databáze. K tomu slouží: 
Public Function ctiPgn() – podle souboru pgn jsme zjistili, že se partie skládá ze dvou 
částí (hlavička a tahy), jednotlivé části se ve funkci řeší 
odděleně a odděleně jsou vkládány do MySQL databáze.  
čtení souboru s příponou pgn 
Soubor obsahuje partie, které jsou odděleny prázdným řádkem. Partie se skládá ze dvou částí, 
které jsou odděleny také prázdných řádkem.  
 
[Event "domácí akce"] 
[Site "?"] 
[Date "2008.10.12"] 
[Round "1.2"] 
[White "Kuncar, Petr"] 
[Black "Noha, Karel"] 
[Result "1-0"] 
[ECO "B14"] 
[WhiteElo "2046"] 
[BlackElo "2155"] 
 
1. e4 c6 2. d4 d5 3. exd5 1-0 
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První část hlavička se skládá z jednotlivých atributů. Každý atribut je na samostatném řádku.  
 
[White "Kuncar, Petr"] 
 
Jeden řádek je uzavřen v hranatých závorkách a tvoří ho dvě části. První část je název 
atributu, následuje mezera a uvozovky obsahují hodnotu atributu. Funkce jednotlivých atributů byla 
popsána výše.  
 
Hlavička je rozdělena na jednotlivé části. Tyto části jsou upraveny tak, aby v databázi 
nevznikla nesmyslná data. Jména bílého a černého jsou změněna na jednotný formát. Formát říká, že 
první písmenko každého jména musí být velké a zbytek malý. Datum je převeden do formátu 
vhodného pro záznam v MySQL databázi.  
 
Další částí partie jsou tahy. Mezi tahy se mohou vyskytnout komentáře či jiné možnosti 
hodnocení tahů či pozice, které však nejsou podstatné pro uchování.  
 
1. e4 c5 2. Nc3 Nc6 {komentar} 3. g3 Nf6 4. Bg2 e6? 5. d3 (5. d3 Be7 6. Nh3 
d5 7. O-O dxe4 8. dxe4 Qxd1 9. Nxd1) 1-0 
 
Komentáře jsou uchovávány v závorkách. Podle druhu komentáře se používají i dané 
závorky, proto bylo nutné tyto komentáře odstranit. Jakmile odstraníme komentáře, odstraníme i 
výsledek partie z konce zápisu tahů. Tento výsledek je uložen v hlavičce, kde byl i zpracován. 
 
1. e4 c5 2. Nc3 Nc6 3. g3 Nf6 4. Bg2 e6? 5. d3 
 
Po odstranění komentářů už můžeme zpracovat jednotlivé tahy. Tahy se skládají z tokenů, 
které jsou odděleny mezerou. Rozlišujeme tři druhy tokenů, a to číslo tahu, který zatáhl bílý, a jaký 
tah zatáhl černý. Jednotlivé tahy mohou obsahovat ještě hodnocení tahu (e6?), takže je zde potřeba 
provést kontrolu, aby daný tah odpovídal podmínkám zápisu.  
 
O výše popsanou funkčnost se starají tyto funkce: 
private function konUprJmeno($jmeno) – upraví jméno hráče 
private function konVysledek($vs) – zkontroluje, zda je řetězec výsledkem, ne vrací * 
private function rozdelNaTah($text) – rozdělí tah na jednotlivé tokeny 
private function jeVysledek($tah) – zkontroluje, že řetězec je výsledkem 
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private function odstranKom($text) – odstraní komentáře 
private function konJeCislo($cislo) – zkontroluje, zda řetězec odpovídá číslu 
private function konJeTah($tah) – zkontroluje, zda řetězec splňuje podmínky tahu 
private function jeLevaZavorka($znak) – zkontroluje, je – li znak levá závorka 
private function jePravaZavorka($znak) – zkontroluje, je – li znak pravá závorka 
 
Pokud máme partie nahrané v systému, je potřeba zobrazit je uživateli, aby si mohl vybrat 
partie, které chce nahrát do databáze. K tomu složí metody:  
 
public function dejVsechnyVstupPartie() – vrátí všechny partie v pumpě 
public function dejVsechnyVstupHlavicky() – vrátí pouze hlavičky partií 
 
Po výběr uživatelské akce se použijí následující metody:  
 
public function vymazPartii($idPartie) – vymaže jednu partii 
public function vymazVsechnyVstupPartie() – vymaže všechny partie v pumpě 
public function presunVsechnyPartie() – přesune všechny partie do databáze 
public presunPartii($idPartie) – přesune jednu partii 
 
Při pumpování dat do databáze může dojít k situaci, kdy se může napumpovat i partie, která 
už v databázi je. Potom by v databázi vznikala duplicita partie, která je nežádoucí. Tomuto jevu je 
zamezeno kontrolou partie. Pro kontrolu jsou využity atributy z hlavičky a to datum, jméno bílého, 
jméno černého a výsledek. Pokud se všechny tyto hodnoty shodují, je partie označena za podezřelou. 
Uživatel potom může takové partie před nahráním vymazat. K tomuhle jevu slouží následující 
metody: 
 
public function dejPodezreni($partie) – určí, jestli je partie v databázi 
public function vymazPodezrelePartie() – vymaže všechny podezřelé partie 
4.2.2 Buffer 
Je pomocné úložiště, které slouží pro odkládání partii. Byl vytvořen za účelem oddělení dat 
od hlavní databáze. Je to ořezaná verze programové databáze. Umí tedy jen vymazávat a získávat data 
z Bufferu. Pro to slouží tyto metody: 
 
public function vymazBufferPartii($idPartie) – vymaže jednu partií z Bufferu 
public function dejVsechnyBufferPartie() – získá všechny Partie v Buffru 
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4.2.3 Databáze, filtr, vzorek 
O tyto součásti systému se stará jedna třída, nazvaná KRTEK. Krtkův úkol je získávání 
různých dat z databáze a jejich následující zpracování. Nejprve si vysvětlíme, jak je implementována 
součást systému databáze. 
 
Jak už bylo řečeno, databáze slouží k sběru partií. Je to takové srdce celé aplikace. Zde si 
uživatelé shromažďují jednotlivé partie, které někde získali či vytvořili, aby s nimi dále mohli 
manipulovat. Základní manipulace, kterou databáze dovoluje, jsou podobné jako manipulace 
s pumpou. Jsou tedy dvojího rázu. Manipulace s jednotlivou partií pro tento účel slouží tyto metody: 
 
public function presunPartii($idPartie) – přesune jednu partií do Bufferu 
public function vymazPartii($idPartie) – vymaže partii z databáze 
 
Další část tvoří funkce pro všechny partie 
 
public function vymazPartie() – vymaže všechny partie v databázi 
public function presunPartiiDoBuffer() – přesune všechny partie do Bufferu 
 
Nyní si vysvětlíme funkci filtru. Filtr má jediný účel, a to rychlé vyhledání partií podle 
atributů v hlavičce a nahrání těchto partií do Bufferu. Pro nahrání jedné partie využijeme metodu, 
která už je implementovaná v krtkovi - presunPartii. Hlavička metody pro filtraci a nahrání 
všech partií vypadá takto: 
 
public function filtrujPartie($pole) – podle filtru vyfiltruje partie 
public function nahrajFiltr($pole) – nahraje vyfiltrované partie do Bufferu 
 
Krtek dále umí pracovat se vzory. Zde už je to dolování v pravém slova smyslu. Tato část je 
stěžejní částí celého systému. 
 
Vzor – bráno ze šachového pohledu je to abstraktní datová struktura obsahující informace o tazích, 
jednotlivé tahy na sebe navazují. Vzor je podobný frontě či seznamu. Rozdíl mezi vzorem a ostatními 
datovými strukturami je v ukazateli. Ve vzoru ukazatel tvoří jednoznačný identifikátor složený jen 
z celých čísel. Ukazatel na další prvek je tedy číslo o jedničku větší než číslo předešlého prvku. Tah 
je tedy tvořen z čísla, co zatáhl bílý a z toho, co zatáhl černý.  
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1.e4 – c5 NULL 2.Jf3 – d6 … 
Vzor: 
NULL + 1 = 
1 
1 + 1 = 2 2 + 1 = 3 
 
 
Je možno dolovat partie ze dvou bodů. Jedním z těchto bodů je databáze. Toto dolování 
využíváme, když ještě nemáme žádné vzorové partie v Bufferu. Pokud máme partie v Bufferu, 
využijeme dolování v této části. Toto dolování se od dolování v Bufferu liší jen v tom, která data 
chceme zpracovat, jestli všechna nebo ta předem připravená. 
 
Dolování probíhá dvojí formou podle toho, jaká data chceme vydolovat. Pokud se nám jedná 
o celé vzory, použijeme dolování podle vzoru. Postup je následující: nejprve vydolujeme z partií 
vzory. Vzor je něco podobného jako partie. Rozdíl mezi partií a vzorem je v tom, že u vzoru nám 
nejde o hlavičku, ale samostatné tahy. Používá se hlavně v zahájení šachové hry, kdy je potřeba zjistit 
první sekvence tahů, které potenciální soupeř hrává a hlavně jak často. Metoda pro vytváření vzorů, 
která používá algoritmus Apriori all, je tato: 
 
public function vytvorSekvence($pocet) – vytvoří vzory z databáze 
 
A jak se vzory vytváří? Nejprve se sekvence, ze kterých je složena databáze, rozdělí na menší 
sekvence. Nyní, když mám menší sekvence, prohlédnu je. Zjišťuji, zda se zde nenachází stejné 
sekvence. Pokud ano, vyškrtnu ji a zvýším počítadlo ve vzoru. Pokud ne, prohlásím danou sekvenci 
za vzor.  
Tato metoda nám tedy vytvoří vzory a my nyní můžeme s danými vzory manipulovat. Manipulace je 
v projektu předvedena na hledání všech partií daného vzoru. Tomuto účelu slouží tato metoda:  
 
public function vydolujPartiePodleVzoru($vzor) – slouží pro zisk všech partií 
podle zadaného vzoru 
 
Je zde implementována i možnost vytvoření vlastního vzoru a následného nalezení partií, 
které odpovídají tomuto vzoru. Vzor si uživatel vytváří u sebe na klientském počítači, potom je celý 
vzor zaslán pro zpracování výše uvedené funkce na vydolování partií.  
 
Pokud chceme jen části vzoru, tedy konkrétní tahy, využijeme stromu. Tato datová struktura 
se v informatice často využívá. Strom se skládá z jednotlivých uzlů, které na sebe bezprostředně 
navazují a vytváří větev stromu. 
Obrázek 4.3 Vzor - princip ukazatelů 
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NULL 
e4 (2) d4 (5) c4 (1) Jf3 (1) 
c5 (2) d5 (3) 
1. 
Větev 
stromu 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Uzly v našem případě představují jednotlivé půl tahy. Celý tah, bráno ve smyslu táhne bílý i 
černý, je tedy vytvořen jen pomocí dvou na sebe navazujících uzlů. Jako hlavní kořen je zde brán 
nultý půl tah. 
Větev v našem případě reprezentuje partii, kde se střídá bílý s černým, dokud jeden z nich 
nevyhraje. Pro tento účel byla vytvořena následující metoda: 
 
public function dejStromTah($vzor) – vytvoří jeden uzel stromu 
 
Pomocí stromu dolujeme vzory. Tyto vzory už nepoužíváme na dolování partií, neboť vše 
potřebné je nám již nabídnuto. Hlavní význam stromu je v ten, že kromě tahů nám také nabízí, 
v kolika partiích byl daný tah zahrán. 
Informace převzaty z [19]. 
 
Obrázek 4.4 Strom - princip ukazatelů 
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1.e4 – c5 NULL 2.Jf3 – d6 3. ? 
1.e4 – c5 NULL 2.Jf3 – d6 3. d4 - ? 
Na tahu je černý: 
Na tahu je bílý:  
 
 
 
 
 
 
 
 
Jak tedy probíhá samotné dolování uzlu stromu? Nejprve máme vzor. Pokud se jedná o první 
tah, předpokládáme, že je uzel prázdný - je nastaven na hodnotu NULL. Pomocí vzoru najdeme 
partie, které ho obsahují. Po jeho získání přejdeme k dolování tahu. Ze vzoru víme, který tah nás 
zajímá a díky hodnotě čísla posledního tahu se dostaneme na konec vzoru. Pokud chceme získat další 
tah bílého, musíme hledat v dalším tahu, který navazuje na předešlý, který zahrály bílé figury. Pokud 
se nám jedná o tah černého, stačí nám najít ještě tentýž tah a podívat se, co zahrály černé figury.  
4.2.4 Report dat 
Slouží pro výstup ze systému. Vytváří soubory s příponou pgn podle standardu PGN. 
Soubory mohou obsahovat několik desítek či stovek partií. Jediné omezení pro množství partií je 
velikost místa jim vyhrazeného na serveru. Data jsou ukládána ve stejné formě jako v databázi, tj. bez 
komentářů a různých hodnocení tahů.  Data lze uložit ze dvou druhů datových úložišť, prvním je 
databáze a druhým Buffer. Nyní si popíšeme uložení dat z databáze. 
Slouží k tomu třída report a v ní tato metoda: 
public function vytvorSouborDB($nazev) – vytvoří soubor podle standardu PGN, 
zadaného názvu 
 
Tato třída ukládá šachové partie za sebe - tomuto nerozumím - nechápu, co tím chceš říct. 
Tyto partie jsou odděleny prázdným řádkem. Soubory jsou uloženy v systému i pro pozdější 
manipulaci. Pokud už nějaký soubor nepotřebujeme, je lepší ho vymazat pomocí metody:  
public function vymazMe($soubor) – vymaže daný soubor 
 
Lze využít i čištění celé části systému pomocí metody:  
public function vymazVse($temp) – vymaže všechny soubory z dané cesty 
 
V systému neexistují žádné mechanismy na správu souboru. Dokud tedy uživatel soubor 
neodstraní, bude mu tento zabírat místo v paměti, i když je pro další využití nepotřebný.  
Obrázek 4.5 Vzor - princip dolování půl tahu 
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4.2.5 Grafické uživatelské rozhraní 
Pro tvorbu programu je využíváno skriptovacího jazyku PHP [17]. Tento jazyk pro 
zobrazování dat u klienta nejčastěji využívá značkovací jazyk HTML. Soubory tohoto typu jsou lehce 
zobrazitelné, není potřeba ve webovém prohlížeči instalovat nějaký složitý jazyk na překlad.  Webový 
prohlížeč je integrován do každého operačního systému. Grafiku je tvořena jednoduše a přehledně. 
Měla by být nápomocna uživateli, aby se ulehčila jeho orientace v systému.  
 
 
Obrázek 4.6 ukázka grafického rozhraní 
Stránka je rozčleněna na nadpis, dvě menu a hlavní informační část. V prvním menu se 
zobrazují hlavní kategorie práce. Těmito kategoriemi jsou úvod, pumpa, databáze, filtr, vzorek, 
report. Každá kategorie má své podkategorie, které se zobrazují v druhém menu. Druhé menu také 
slouží pro zobrazování statistiky. Statistiky slouží uživateli, aby viděl, v jaké fázi se systém nachází. 
Jednotlivé partie se zobrazují pomocí klasických tabulek, kde první řádek ukazuje hlavičku 
partie a funkce, které lze na partie aplikovat. Na druhém řádku jsou jednotlivé tahy, popsány 
zkrácenou algebraickou notací (viz. kapitola 2.1.4). 
 
4.1 ukázka zobrazení partií v databázi 
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partie 
 Int id 
Varchar event 
Varchar site 
Date date 
Varchar round 
Varchar white 
Varchar black 
Varchar result 
 
Varchar ECO 
Int whiteElo 
Int blackElo 
tah 
 Varchar id 
Int id_Partie 
Int  číslo 
Varchar white 
Varchar  black 
1 * 
4.3 Návrh databáze 
Databáze slouží pro ukládání dat. Je však důležité zde tato data nějak rozčlenit, aby byla další 
manipulace s nimi jednodušší. Členění tabulek vychází ze zmíněného členění jádra systému. Bylo 
třeba pro téměř každou část systému zavést vlastní oddělenou sadu tabulek. Můžeme tedy rozlišit 
tabulky pro databázi, Buffer, pumpu a tabulky zabývající se vzory. 
4.3.1 Databáze 
Zde se shromažďují partie, se kterými chceme dále pracovat. Je tedy třeba udržovat 
informace o dané partii. Tabulka partie představuje v našem případě hlavičku a tabulka tah jeden tah 
z dané partie. Byl zde zvolen vztah mezi těmito tabulkami a to 1 … *. Což znamená, že jedna partie 
může obsahovat více tahů, ale daný tah, který je zapsán v dané partií, nemůže být zároveň ve dvou a 
více partií. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Jednotlivé atributy tabulek popisují data podle standardu PGN. Pro hlavičku partie bylo 
vybráno sedm povinných atributů: event, site, date, round, white, black, reset. Dále byly přidány jen 
ty atributy, které jsou využitelné v rámci systému. Jednoznačným identifikátorem je zde zvolen 
náhodný prvek, tudíž nějaké náhodné číslo, které v databázi ještě není.  
 
Atributy u tabulky tah jsou id_partie popisující, které partii daný tah patří. Pak číslo určující 
pořadové číslo tahu v rámci partie. Samostatný tah bílého a samostatný tah černého obsahují atributy 
white a black. Jednoznačný identifikátor partie je zde složen z id_partie, jako značka pro oddělení je 
použit & a číslo tahu.  
Obrázek 4.7 databáze v databázi 
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vstupPartie 
 Int id 
Varchar event 
Varchar site 
Date date 
Varchar round 
Varchar white 
Varchar black 
Varchar result 
 
Varchar ECO 
Int whiteElo 
Int blackElo 
vstupTah 
 Varchar id 
Int id_VstupPartie 
Int  číslo 
Varchar white 
Varchar  black 
1 * 
tmpPartie 
 Int id 
Varchar event 
Varchar site 
Date date 
Varchar round 
Varchar white 
Varchar black 
Varchar result 
 
Varchar ECO 
Int whiteElo 
Int blackElo 
tmpTah 
 Varchar id 
Int id_TmpPartie 
Int  číslo 
Varchar white 
Varchar  black 
1 * 
 
4.3.2 Pumpa 
Pumpa je stejná jak databáze, jde vlastně o úplně stejné tabulky i informace. Rozdíl je v tom, 
že data v pumpě jsou dočasná, a tudíž se počítá s tím, že budou smazána.  Tyto partie slouží uživateli, 
aby si sám vybral, které partie chce mít v databázi. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
4.3.3 Buffer 
Pomocné úložiště stejné jako databáze, slouží pro sběr partií, se kterými uživatel zrovna 
pracuje. Tak jako partie pro pumpu jsou i tyto partie určený jen k dočasnému uchování.  
 
 
 
 
 
 
 
 
 
 
 
 
Obrázek 4.8 Pumpa v databázi 
Obrázek 4.9 Buffer v databázi 
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vzorPartie 
 Int id 
Varchar nazev 
Int pocet 
vzorTah 
 Varchar id 
Int id_VzorPartie 
Int  číslo 
Varchar white 
Varchar  black 
1 
* 
4.3.4 Vzor 
Vzory se liší od našeho velmi podobného schématu. Tabulka vzor vypadá jinak, než 
v ostatních schématech tabulky typu hlavičky partie. Rozdíl mezi vzorem a partií je ten, že vzor získá 
nějaké informace z partie - informace na úrovni tahu. Není tedy třeba složitě udržovat hlavičku partie. 
Aby se dal identifikovat jednotlivý vzor, musí mít nějakou hlavičku. Hlavička obsahuje název vzoru, 
počet určující kolik partii splňuje podmínky vzoru a jednoznačný identifikátor tvořený náhodným 
číslem. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Obrázek 4.10 vzor v databázi 
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5 Testování systému 
„Havárie je, když se zastaví program vašeho konkurenta. Pokud se podobným způsobem zastaví váš 
vlastní program, je to pouhá přecitlivělost neboli cizím slovem „idiosynkrazie“. Ostatně i při 
haváriích se vypisují zprávy jako „ID 02“. Písmena „ID“ jsou zde zajisté zkratkou za „idiosynkrazii“ 
a číslo, které za nimi následuje, vyjadřuje onu „přecitlivělost“ jako počet měsíců, o které se mělo 
prodloužit testování produktu. „ (Guy Kawasaki, „The Macintosh Way“ – převzato z [23])  
 
Informace pro tuto kapitolu jsem čerpal z [23]. 
Jak nám napovídá předešlá citace, havárie je jev ve vývoji systému, který je nežádoucí. 
Tomuto jevu se snažíme vyhýbat testováním softwaru. Při tomto testování můžeme narazit na různé 
druhy chyb či anomálie. 
Jak chyba vypadá? Měla by nastat za těchto podmínek: 
1. Software nedělá něco, co by podle specifikace produktu dělat měl. 
2. Software dále něco, co by podle údajů specifikace produktu dělat neměl. 
3. Software dělá něco, o čem se produktová specifikace nezmiňuje. 
4. Software nedělá něco, o čem se produktová specifikace nezmiňuje, ale měla by se zmiňovat. 
5. Software je obtížně srozumitelný, těžko se s ním pracuje, je pomalý, nebo – podle názoru 
testera software – jej koncový uživatel nebude považovat za správný. 
Co se může stát, pokud chybu neodstraníme? V podstatě cokoli, chyba například nemusí ovlivnit 
další práci software, ale může mít nedozírné následky. Když byl poprvé uveden do provozu obranný 
raketový systém Patriot během války v Perském zálivu v roce 1991, obsahoval softwarovou chybu. 
Malá chyba byla v časování systémových hodin, po více než 100 hodinách nepřetržité práce systému 
se chyba zvětšila natolik, že systém nebyl dostatečně přesný. Při této tragédii zemřelo 28 amerických 
vojáků. 
Testování systému probíhalo ve dvojí fázi. Nejprve byl systém testován autorem a poté 
skupinou respondentů, kteří systém i hodnotili. Do skupiny byli vybráni tito šachisté: mezinárodní 
mistr D. Kaňovský, hráč krajského přeboru I. třídy S. Volčík, dlouholetá hráčka K.Čermáková, 
dlouholetá hráčka J. Hejná, hráč krajského přeboru II. třídy O. Schaffer, hráč extraligy mládeže J. 
Hejný, hráč první ligy mládeže V. Sedlář.   
Testování tvůrcem programu probíhalo ve více fázích, od otestování správnosti fungování 
jednotlivých komponentů po testování rychlosti systému. V tabulce naleznete testování získávání 
vzorů a rychlost provádění této operace programem. V databázi bylo v tom okamžiku 20 partií 
s těmito počty tahů: 
62, 66, 53, 45, 76, 42, 41, 50, 44, 42, 60, 71, 38, 26, 39, 36, 52, 35, 63, 82. 
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 1 2 3 
Hloubka tahů Rychlost získání  Rychlost získání  Rychlost získání  
5 0,15469 sec. 1,88621 sec. 0,10312 sec. 
10 0,10814 sec. 0,17311 sec. 0,12221 sec. 
15 0,13691 sec. 1,18057 sec. 0,16481 sec. 
20 0,14635 sec. 0,21149 sec. 0,15915 sec. 
25 0,1693 sec. 0,59002 sec. 0,16808 sec. 
5.1 časy získávání znalostí z databáze 
   
1. Testování na lokálním severu – apache, počítač: Asus Sepron 3400+, 1GB paměť 
2. Testování na serveru www.IC.cz . Zde databáze běží pod MySQL 5.0.80. 
3. Testování na serveru www.php5.cz . Zde databáze běží pod MySQL 5.0.54 
Testování dopadlo úspěšně. Z naměřených dat se dá vyvodit, že rychlost systému ovlivňují i jiné 
vlivy než jen správnost algoritmu. Když jsem testy prozkoumal podrobněji, došel jsem se k závěru, že 
získávání znalosti z databáze ovlivňuje hlavně to, jakým způsobem jsou data přenášena, typ a verze 
databáze a v poslední řadě i rychlost zpracování dat na serveru. 
Ukázka získaných dat do hloubky 5 tahů: 
Č. Název Počet partií 
1 Vzor1 9 
1. e4 d6 2. d4 Nf6 3. f3 e5 4. dxe5 dxe5 5. Qxd8+ Kxd8 
2 Vzor2 2 
1. d4 d5 2. c4 c6 3. Nf3 Nf6 4. Nc3 dxc4 5. a4 Bf5 
3 Vzor 3 1 
1. d4 Nf6 2. c4 e6 3. Nf3 d5 4. g3 dxc4 5. Bg2 Bb4+ 
5.2 ukázka získávání dat do hloubky 5 tahů 
 
Ukázka získaných dat do hloubky 10 tahů: 
Č. Název Počet partií 
1 Vzor1 4 
1. e4 d6 2. d4 Nf6 3. f3 e5 4. dxe5 dxe5 5. Qxd8+ Kxd8 6. Nc3 Bc5 7. Bg5 Be6 8. O-O-O+ Kc8 9. Bc4 Nbd7 10. Nge2 h6 
2 Vzor2 5 
1. e4 d6 2. d4 Nf6 3. f3 e5 4. dxe5 dxe5 5. Qxd8+ Kxd8 6. Nc3 Bc5 7. Bg5 Be6 8. O-O-O+ Kc8 9. Bd3 Nbd7 10. Nge2 h6 
3 Vzor 3 2 
1. d4 d5 2. c4 c6 3. Nf3 Nf6 4. Nc3 dxc4 5. a4 Bf5 6. Ne5 e6 7. f3 c5 8. e4 Bg6 9. Be3 cxd4 10. Qxd4 Qxd4 
5.3 ukázka získávání dat do hloubky 10 tahů 
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V první ukázce (5.2) ve vzoru jedna systém našel devět partií, které se shodují do pátého tahu. Ve 
vzoru dvě našel systém dvě partie, které se shodují do pátého tahu. 
V druhé ukázce (5.3) jsme požadavek změnili na deset tahů. Systém vydoloval čtyři partie 
shodující se do desátého tahu a 5 partií, v nichž se liší devátý tah od vzoru jedna. Ve třetím vzoru 
systém vyhledal dvě partie, vzor se nerozdělil, protože tahy se shodují do námi vybrané hloubky.  
Výsledky testů respondentů se ve většině případů shodovaly s mými naměřenými hodnotami, 
proto zde nejsou uvedeny. Následují některé reakce respondentů na můj systém: 
„Jednoduchý a přehledný systém pro ukládání a analýzu partií.“ (K. Čermáková) 
„Dobrý pro analýzu partií.“ (O. Shaffer) 
„Výhodu vidím ve volné dostupnosti programu.“ (J. Hejný) 
„Nevýhoda v konkurenci jiného software, který je více sofistikovaný.“ (S. Volčík) 
„Vzory jsem moc nepobral, uvidí se, jestli bude systém využitelný v praxi.“ (D. Kaňovský)  
Nejvíce mě zaujaly příspěvky a názory J. Bednáře. „Pokud to bude veřejný systém s řešeným 
přístupem více lidí naráz, tak se to jeví jako dobrý nápad.“ Po další diskuzi jsme se shodli, že by do 
systému mohlo přibýt i získávání sekvencí nejen z partie, ale hlavně z nějaké předem definované 
pozice, která se vyskytuje v některé z partií. Díky tomuto nápadu mám alespoň inspiraci pro další 
vylepšení systému. Jednomu respondentovi se podařilo nalézt chybu v systému, která byla 
zapříčiněna nekontrolováním vstupních dat do systému. Tato chyba byla posléze odstraněna.  
Díky tomuto závěru si myslím, že testování proběhlo systému úspěšně. Po testování 
následovaly experimenty se systémem. Hlavně jsem zkoumal, kolik partií lze do systému nahrát, aniž 
by byly způsobeny problémy systému. Zjistilo se, že systém není stavěn na větší objem dat, lze v něm 
uchovávat data v řádu stovek partií. Hlavní vinu na této skutečnosti má typ databáze a omezená 
velikost serveru. 
6 Závěr 
Systém jsem se snažil vytvořit tak, aby byl využitelný v praxi. Pokusil jsem se využít 
v systému sekvenční dolování dat, jak bylo v zadání. Tento typ získávání dat jsem použil ve vytvoření 
vzorů a stromu. Vytvoření vzorů lze využít v dlouhodobé přípravě, kde si šachista může vyhledat 
zahájení, které by rád hrál. Ve stromu vidím využití v krátkodobé přípravě. Příprava šachisty na těžký 
zápas spočívá ve vygenerování tahů, které soupeř nejčastěji hrává v zahájení partie.   
Snažil jsem se vytvořit systém jednoduchý, přehledný a lehce ovladatelný. Orientaci 
v systému výrazně usnadňuje nápověda. V konečné fázi mi velmi pomohl testování projektu. 
Respondenti dokázali, že se můj záměr zdařil a poukázali také na menší nedostatky, které by mohly 
být překážkou při používání této databáze pro budoucí uživatele.  
 Systém je funkční a použitelný. Teprve dlouhodobější užívání ukáže, zda lze využít pro 
širokou šachovou veřejnost. 
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Seznam příloh 
Příloha 1. CD se zdrojovými texty, vzorovými soubory se vstupními daty 
 
 
