Besides business objectives, organizations have control goals concerning how these objectives are met. To achieve the control goals, organizations usually add controls into their business processes (workflows, in automated form). Over time, controls pile up and tangle with other activities, making it difficult to manage and re-engineer evolving processes. In this paper, we propose an architecture that enables separating the control aspects of a process from the operational activities. The proposed aspect architecture improves the flexibility of business process design to incorporate changes in controls and minimize the side-effects of such changes.
INTRODUCTION
Design science is about the design and invention of new methods, processes and systems. As applied to business processes this includes methods and techniques to help designers not only to create new business processes, but also to re-design them as requirements change. This paper is about facilitating the re-design of business processes.
Business process has become a key concern for modern organizations to improve efficiency and effectiveness. A business process comprises a sequence of activities carried out by organizational actors to achieve a business goal. When a business process is automated in whole or in part, it becomes a workflow [1] . Process modeling captures various aspects of a business process and translates them into a process model that can be executed by workflow management systems. Besides business objectives, organizations have control goals to assure that the business objectives will be achieved and undesired events will be prevented or detected and corrected [2] .
To achieve control goals, organizations add various controls to their processes. Over time, controls pile up and tangle with other activities. These controls may have overlapping scope and as Lee [3] observed "they grow more easily than they shrink", making it difficult to design, implement and manage evolving processes. In addition, competitive pressures, as well as regulatory and security factors require that companies provide flexibility in managing controls in their business processes.
In this paper, we distinguish two aspects of a business process, the operational aspect and the control aspect. The operational aspect focuses on activities that collectively realize the business objective, while the control aspect concerns activities that direct the business Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee. process to its objective and ensure against deviations. We propose an architecture of business processes based on *separating* these two aspects that enables more effective analysis of re-design alternatives. These aspects can be analyzed, designed and implemented separately, thus simplifying the design process, improving the reusability of the designed model, minimizing the side-effects of changes in controls, and enabling the plug-and-play of controls. Our proposed architecture is inspired by the concept of aspect oriented programming (AOP) in software development [4] .
The rest of this paper is organized as follows. In the next section, we briefly review major concepts of organizational controls, discuss common control principles and see how these principles could be specified in workflow systems. Section 3 describes the workflow reference model including the build time and run time functions. Section 4 presents the aspect architecture that separates controls from the operational workflow. The next two sections describe the components of each aspect with the intention to reuse them in similar processes. Section 7 shows how to link the two aspects and discusses various instantiations of the model with applications to enterprise systems. Finally, we conclude the paper and point out some issues for future research.
WHAT IS A CONTROL

Organizational Control
Planning, organizing, leading and controlling are fundamental functions of management [5] . Although control plays a critical role in organizational theory and practice, its implementation is still insufficiently studied as Oliver [6] observed "the study of organizational control has a long history in administrative science and yet the need to examine the processes and implications of this phenomenon has never been greater."
Sauermann [7] identifies two perspectives of control in the organizational literature. First, control is considered as a process of directing, motivating, and encouraging members of an organization to achieve the organization's goal. This type of control is called "motivational control". Second, based on the cybernetic view, control is defined as the "constant cyclic type activity of plan-do-compare-correct" with "its continuous, concomitant system of communication or flow of information" [8] . The provision of information is critical to this type of control; it is so called "informational control". Controls are distinguished primarily by control targets, influenced portions of an organizational production process, or by control systems, mechanisms that are used to govern organizational activities.
Organizations take inputs and transform to outputs by transformation processes. Distinguishing controls based on the portion of the process they influence, there are types of control: input control, process control and output control [5] . Input controls, also labeled as feedfoward controls or preventive controls, are designed to prevent errors from occurring. These controls are enforced at the input stage of the process. The objective of input controls is to anticipate and actively prevent problems, rather than passively react. Process controls, also referred to as throughput controls or concurrent controls, focus on the performance of the process. These controls monitor the process and correct the problem as they arise. Output controls, also called feedback controls or detective controls, are designed to detect errors after the process is complete and the outcome has been produced. The purpose of output controls is to check a completed activity and learn from mistakes. Organizations achieve control goals through the use of various control systems. Three dominated control systems are market control system, clan control system and bureaucratic control system [5, 9] . Market control systems use external market mechanisms such as price competition and relative market share to establish standards used in the control systems. Clan control systems emphasize on the development and actualization of common values, traditions, and beliefs and focuses on socializing members in ways that merge individual and organizational goals. Bureaucratic control systems use rules, regulation hierarchy lines of authorities and job specifications to direct subordinates in their tasks. This type of control systems emphasizes the use of "role" rather than individual people, the formal specification and the mechanical execution of business processes in an organization.
The focus of this paper is on enhancing the design of bureaucratic control systems in organizations, also referred in this paper as organizational controls, which may be defined as "the policies and procedures that help ensure that management's risk responses [selected relative to risk assessment] are carried out ... They include a range of activities -as diverse as approvals, authorizations, verifications, reconciliations, reviews of operating performance, security of assets, and segregation of duties." [10] .
Organizational controls are enforced at different conceptual levels of an information system [11] . First, controls that are enforced through application logic and interface design; these controls are hard coded into application programs. For example, a customer cannot withdraw more than his available balance. Second, controls that are enforced by organizational structure and workflow design; these controls are specified by the separation of tasks, sequence of tasks, resource classification and resource allocation. An example of these controls is preparing order and approving order should be divided into two tasks and assigned to two different agents. Finally, controls that are enforced through audit and supervision; these controls are conducted without interference on any specific business activity. For instance, bank managers are notified of overdue payments.
With the growing application of workflows as a key tool for automating business processes, controls enforced at the workflow level have gained increasing concern. Besides business objectives, organizations seek to achieve control on how to get these objectives. A process model thus needs to reflect both the operational and control requirements.
Control Principles
To achieve control over activities, most organizations lay down control principles and promulgate them though out the organization. These principles serve as the basis for designing and enforcing controls. Control principles are different from organization to organization due to its perception of risk and the requirement of compliance with its operating environment. Schaad and Moffett [11] identify three most common principles:
Separation of Duties: Separation of duties is a well-established principle of control firstly applied in financial organizations. The purpose of this principle is to prevent any one person from performing the whole process; thus reducing the risk of committing fraud on his own. This is achieved by breaking the process into at least two separate tasks and having these tasks performed by different people. Mistakes made by one person tend to be detected by others and frauds require collusion of at least two people [12] .
In the workflow context, Separation of duties has been divided into static separation of duties and dynamic separation of duties. The static separation of duties enforces certain constraints during the build time of the workflow. An example of static separation of duties is the separation of tasks and assignment of these tasks into different people; so that a single person does not have access to all of these tasks. Dynamic separation of duties does not restrict the association of people and tasks at the build time; it however restricts the activation of tasks at run-time according to the separation of duty specification. An example of dynamic separation of duties is a person has the right to do both preparing order and approving order, but he is not allowed to do these two activities on the same order.
Delegation: Delegation can be defined as the process in which a superior transfers to his subordinates the responsibility and authority for carrying out a particular task in certain conditions. In other words, delegation is the assignment of responsibility (i.e. delegation of obligation) together with appropriate power (i.e. delegation of authority) to carry out a task, usually in accordance with conditions or limitations prescribed for that delegation (e.g. being limited to a threshold amount or to a position area).
Delegation is an important mechanism for decentralizing management, especially in large organizations where it is impossible for a single person to manage all organizational activities. An example of delegation is a manager of a bank who allows tellers to complete withdrawal transactions less than $1,000 without the manager's approval. In process modeling, delegation is enforced through the hierarchical structure of organizations.
Supervision and review:
Supervision and review control whether a delegated task is done as required. Supervision is a process including various activities such as monitoring, evaluating and advising, and typically carried out on subordinates by their direct supervisors. Review is a control which is usually carried on a specific activity and it does not necessarily need to be performed by a superior position. Both supervision and review can be represented by adding controls to the process.
WORKFLOW REFERENCE MODEL
The Workflow Management Coalition (WFMC) defines workflow as "the automation of a business process in whole or in part, during which documents, information or tasks are passed from one participant to another according to a set of procedural rules" [1] . A Workflow Management System (WFMS) is a system that defines, manages and executes the workflows.
A key feature of workflow management systems is the separation between business process management and applications that support the execution of tasks in the process. Process logic is implemented in a workflow management system while application logic is implemented in application components.
The Workflow Reference Model proposed by WFMC describes a generic architecture including build time and run time functions. 
Build-time Functions
The build-time functions concern with defining and modeling the workflow process and its constituent activities. During this phase, the real world business process is identified and translated into a workflow definition which can be enacted by workflow engines. The definition of workflows includes two main parts: the process model and the organization model. The process model comprises a number of tasks with associated computer and/or human operations and a set of rules that govern the execution of tasks. The organization model includes organizational objects such as roles, permisions and users, and organizational relationships (i.e. organizational structure). Some workflow systems allow modification of process definitions at run-time, as indicated by the feed-back arrow.
During the modeling process, along with other business requirements, various controls are incorporated into the workflow definition. Examples of these controls are the approval of purchase orders, check of invoices against purchase orders and against goods received, and so on.
We use Petri Net to represent process models because of its graphical nature and formal grounding [13] . A classical Petri Net is a bi-partite, directed graph consisting of two disjunctive sets of nodes called places, represented as circles, and transitions, represented as bars. Directed arcs connect a place to a transition and vice versa. Connections between two places or two transitions are not allowed. A place may contain any number of tokens, denoted by a solid dot inside the circle representing the place. The state or the marking is the distribution of tokens over places. Transitions reflect the dynamic behavior of the modeled system by changing its state; a transition is enabled if there is a token in every input place. An enabled transition may fire; when a transition fires, it consumes one token from each input place and produces one token for each output place.
Run-time Functions
The workflow enactment service is the central component of a workflow system. It creates, manages and executes workflow instances through the use of one or more workflow engines. Workflow engines interpret the process definition, create and control instances of the process, schedule various activities of the process, and invoke human or IT application resources necessary to these activities. The run-time functions link between the modelled process and the real world process through the interaction with human or IT application resources.
At run-time, the workflow enactment service enforces controls built in the workflow definition. In addition, it interfaces with a set of administration and monitoring tools to perform various functions for monitoring and controlling purposes, e.g. transactional control, resource control, process supervision, error handling, etc.
THE ASPECT ARCHITECTURE FOR MODELING CONTROLS
Aspect architecture
A business process is a set of related tasks performed to achieve a business goal, usually within the context of an organizational structure which defines functional roles and relationships [1] . We identify two aspects of a business process, the operational aspect and control aspect.
The operational aspect focuses on the operational tasks, tasks that collectively realize the business objective, and the agents who carry out these tasks. The control aspect focuses on tasks that aim to direct the business process to its designed objective and ensure against deviations. These tasks are usually carried out by controllers or supervisors in the organizations. Figure 1 shows the aspect architecture that separate controls from the operational workflow. The operational and control aspects interact through two interfaces. The first interface relates control agents and operational agents. This relationship is represented in the organization model that describes the structure of the organization (organizational model). The second interface describes the relationship between controls and operational tasks. This relationship is depicted in the process model that comprises tasks and their dependencies (process model). Interface 3 and 4 link the organizational model and the process model; that is, they link tasks to agents who are eligible to perform them. Modeling controls in workflow systems involves identifying and representing components and relationships in each aspect, as well as the links between components of the two aspects. In this paper, we focus on the second interface which describes the relationship between controls and operational tasks in a process model.
Detachment of Controls
Within the context of process modeling, the operational aspect focuses on operational tasks and the sequence of these tasks, without concern for control considerations. On the other side, the control aspect concentrates to controls which comprise tasks that help to prevent, detect and correct problems.
Fig.3. Detachment of controls
To separate controls from the operational process we need to do two things. First, identifying points in the operational process where controls enforce, we call these points control points; second, establishing connections between the two aspects through control points. These two problems are discussed in the following sections.
Benefits of the Architecture
The separation of operational aspects and control aspects at the architecture level brings a number of benefits which can be summarized as follows:
1. During the design, the operational and control aspects can be considered independently; thus making the design simple and accelerating the designing process.
2. Each aspect provides a specific view corresponding to specific domain knowledge, the operational and control domains; therefore utilizing expertise in each domain. From the operational view, designers concentrate to the operational activities and the routing of these activities in order to obtain the business objective. From the control view, by contrast, controllers focus on controls and do not necessarily need to know the structure of the operational process.
3. A process model can be stored in its respective aspects, thus enabling reuse of design components. Processes without controls are very common for similar organizations. They tend to differ because of the different controls added, particularly controls derived from perception of risks. Common operational processes can be stored as process templates which serve as skeletons for creating new processes. In addition, common controls can be saved as control patterns which can be reused across projects in an organization or across organizations.
4. The model enables separation of control interface from its implementation, so changes of controls do not affect the operational process. Controls can be implemented as components linked with the operational process either through directly calling and providing services or through a service broker as in the Service Oriented Architecture (SOA).
5. Last but not least, representing control and operational functions in separate aspects enables the potential automation of detaching and attaching controls from and to the operational process. Therefore, we can model flexible processes where different controls can be enforced in different cases. It also opens the ability to evaluate flexibly the performance of a process with or without a specific control.
COMPONENTS OF THE OPERATIONAL ASPECT
Case
Cases are entities of interest that are handled by the designed workflow. Examples of cases are insurance claims, purchase orders, visa applications, tax declarations, etc. A case has life cycle from the moment it enters the process to the time the process is complete [14] .
Sometimes cases are distinguished because they are objects of different controls. For instance, if there is a rule that every withdrawal of transactions more than $5,000 needs the supervisor's approval, then we have to distinguish two types of cases: withdrawals that do not exceed $5,000 and withdrawals that exceed $5,000. Similar cases are represented by a case type. A workflow usually handles one type of cases. To reduce explosive number of workflows, similar workflows can be combined into a composite workflow that can handle multiple case types.
Operational Task
The basic component of a workflow is task. A task is a logical unit of work that is carried out as a single whole. As a single unit of work, a task is not considered to be split into smaller tasks and is always carried out in full. If anything goes wrong during the execution of a task, we must return to the beginning of the entire task [14] .
We distinguish operational tasks from controls. Operational tasks are those that collectively realize the business objective of the process. Operational tasks are critical to the process; that is, missing one of them, the process may not reach its designed objective. Examples of operational tasks are sending orders, receiving products, receiving invoices and paying bills.
Routing Construct
In a process model, all possible execution paths are laid down at the build time. Routing specifies which tasks are carried out and in what order for specific types of cases; that is, it describes how cases are routed through a workflow. There are four basic routing constructs [14, 15] :
Sequential routing: enables a task in the workflow after the completion of another task in the same process. If task A and B are sequential, they may be neighboring or not. In figure 4a, task 1 and task 2 are sequential and neighboring. While task 1 and task 3 are sequential but not neighboring.
Parallel routing: allows more than one tasks execute at the same time in any order. A parallel routing starts with an AND-split and ends with an AND-join. The AND-split supports simultaneous execution by allowing single threads to be executed in parallel. The AND-join brings together multiple parallel threads into a single thread. In figure 4b, task 1 and task 2 can be carried out concurrently at any order.
Selective routing: represents alternative paths; each path handles a specific type of cases. At the run time, the workflow will choose one of the alternative paths for a given case. The selective routing comprises of an OR-split and an OR-join. The OR-split is a point where a single thread of control makes a decision upon which branch to take among multiple alternative workflow branches. If the choice between alternatives is nondeterministic, i.e. the choice is made by agents or factors outside the process model, it is represented by arcs starting from a place. If the choice is deterministic, i.e. alternative is chosen based on properties of a case, it is represented by a task acting as a decision rule. This is analogous to the distinction made in decision trees, where the two types of branches are "endogenous" -made by us, or "exogenous" -made by external factors. Following Lee [16] , we use a diamond to denote decision making tasks. The OR-join is a point where two or more alternative branches re-converge to a single activity.
Iterative routing: represents the repeated execution of tasks until certain results obtained. In fig. 4d , task 3 checks the result of task 2. Based on the result of this check, task 2 may be executed once more.
Fig.4. Routing constructs
In a process model, the routing represents the logical dependencies among operational tasks, between operational tasks and controls, and among controls. For instance sending order must be after preparing order; verifying order, if exist, must be after preparing order and before sending order; approving order, if exist, must be after verifying and before sending order; cross-checking between receiving invoice and goods can only be done after receiving both invoice and goods.
Operational Block
A workflow block, implemented as a sub-workflow, is a group of tasks and their routing that can be isolated as an autonomous segment of a container workflow. When a block task is started, it passes control to the first task of the corresponding sub-workflow. This subworkflow will pass control back to the block task upon completing its execution.
Identifying and reusing recurring segments of workflow as blocks help to avoid redundant design, making the modeling process easier, faster and less prone to errors [17] .
Fig.5. Workflow block
For the purpose of modeling controls, we consider a workflow block as an operational block if it does not contain any concerned controls in its own structure. When modeling controls, we treat an operational block as a black box; that is, we focus on the inputs and outputs of the block rather than of its tasks. For example, to model inter-organizational controls, we may consider a segment of workflow containing internal tasks as an operational block.
Operational Process Template
Operational process comprises operational tasks and the routing of work along these tasks. An operational process does not contain any control. An example of operational processes is a procurement process that consists of sending order, receiving goods, receiving invoice and making payment; no approval, verification or reconciliation presents in the process. The routing of tasks in an operational process is specified by operational constraints, i.e. the input-output dependencies among these tasks.
The operational process is the core of a business process and it is not affected by changes in controls. Organizations may have the same operational process but their business processes are different because of different controls added. Detaching controls from a process improves reusability of the process model.
Operational processes that are commonly used in whole or in part can be saved as operational process templates. These templates are used as skeletons for creating new processes.
COMPONENTS OF THE CONTROL ASPECT
Control
Controls are actions supported by policies and procedures that help to ensure management directives are carried out and necessary actions are taken to address risks [2] . Controls direct the business process to its business objective and help to prevent, detect and correct errors and frauds that may happen during the process execution. Controls are supporting activities and do not contribute to the "value-adding" of the process. Examples of controls are approval, authorization, verification, reconciliation, performance review, security of assets, and segregation of duties.
In workflow systems, controls are built as part of the process, so called built-in controls, or enforced through various administration and monitoring tools, so called additive controls. For the purpose of process modeling, we focus on controls being built into process models. In a process model, controls are enforced through: (1) the separation of operational tasks, e.g. making payment and receiving goods should not be combined in to one task; (2) the incorporation of controls, e.g. there should be control(s) for each operational task; and finally, (3) the appropriate order between operational tasks and controls, e.g. a preventive control must precede the operational task, a detective control must follow the operational task, a reconciliation must follow the merging of all involving tasks. The relationship between operational tasks and controls is represented by interface 2, fig. 2 .
Another issue with modeling built-in controls involves the assignment of tasks to agents who are eligible to perform them. In process modeling, this is done through the classification of agents (interface 1, fig. 2 ), and the allocation of tasks to agents (interface 3 and 4, fig. 2 ).
A control involves evaluating inputs or outputs of operational tasks against the preestablished standard and taking corrective actions when the standard is not met. We decompose a control into an evaluative task and one or more corrective tasks. The evaluative task evaluates information received from one or more operational tasks. Depending on the result of this evaluation, appropriate corrective tasks are executed. The corrective tasks include actions being carried out after the evaluative task is done and the standard is not met. These actions are categorized into immediate corrective actions, changing activity at once to get the performance back on track, and basic corrective actions, determining why performance deviated and correct the source of deviation. Another type of corrective actions is revise the standard because it was set too high or low; these actions involve changes in the operational process.
In process modeling, we focus on immediate corrective actions. Example of these actions are: warning but continuing the process, warning and stopping the process, warning and waiting for decision on continuing or stopping the process, repeating the process in whole or in part until the standard is met, doing additional activities before repeating the process and so on. fig. 6a , the control approving order will check the order against available budget, funding limit, price list, etc. If every thing is OK, the order is approved; if not, the order is rejected and the reason for rejection is informed. In this example, check order is an evaluative task and inform order being rejected is a corrective task. In fig. 6b , application documents for issuing a visa will be checked. If all required documents are submitted, the application will be passed to the next step; if not, the applicant will be informed to correct or submit additional documents.
Control Construct
Chen [18] defines controls as stereotypical relationship between agents, tasks, and documents. In process modeling, controls comprise relationship between agents, tasks and cases. A control can be represented by formal logic [18] [19] [20] , Petri Nets [13, 21, 22] , or Workflow Description Language [15, 23] .
Within the context of process modeling, a control construct comprises the following components:
1. Pre-conditions: Information for control decision making, including outcomes of the operational task(s) and the standard used to evaluate the outcomes.
2. Post-conditions: Control decisions, specifying what should be done as the next step of the process.
Evaluative task:
A task that evaluates information received from one or more operational tasks against the pre-defined standard.
4. Corrective task(s): Task(s) being carried out if the standard is not met. Fig. 6 shows two control patterns. In the first pattern (Fig 6a) , pre-condition is the order prepared, post-condition is the order rejected or approved, evaluative task is checking order against standard (e.g. budget, funding limit, price list, etc), and the corrective task is informing the rejection reason. In the second pattern (Fig 6b) , pre-condition is the documents received, post-condition is the documents returned or accepted, evaluative task is checking documents against standard (e.g. list of documents required, specifications of each documents, etc.), and the corrective task is informing missing or inappropriate documents.
LINKING THE OPERATIONAL ASPECT AND CONTROL ASPECT
Control Point
Control points are positions along the operational process where a specific control can be attached. These points serve as the joint points between the operational and control aspects. A control point is represented by a dark circle right after the place that provides sufficient information for a control decision.
The introduction of control points enables the separation of controls from the operational process at both the build and run time. At the build time, controllers do not need to know the structure of the operational process. What they concern are a set of control points and the outcomes at these points. On the side, designers will specify points along the process where required information for a control can be provided but do not need to know how the control is performed. At the run time, a control point can serve as the interface of control while its implementation is stored in separate components.
Control points of a specific control are established depending on the logical order between the control and its corresponding operational task(s), the sufficiency of information for control decision, the effective scope and effective time of corrective activities, and finally the logical correctness of the defined process. Attaching controls at different control points may affect the overall performance of the process, as being examined in the following examples.
A preventive control must be positioned before its corresponding operational task and should be located as early as possible in the process; however, it cannot be done before getting sufficient information, which is fed by preceding tasks, for making decision. To give an example, the process of issuing visa with three operational tasks: receiving application and supporting documents, scheduling an appointment and finally doing an interview. In this process, check of sufficient and appropriate documents is a preventive control of doing the interview. If this control is enforced, it must be done before the interview and after receiving the documents. To improve performance, in this case is to reduce unnecessary processing time, the control should be done right after receiving documents and before scheduling the interview. In this example, we have two control points for a specific control. Inserting control at different control points affects performance of the process. Another example is checking of invoice against goods received. This detective control cannot be done before receiving of both invoice and goods, and should be done before making payment; so that payment can be voided if there is a mismatch between invoice and goods. This detective control can be done after making payment, but in this case we cannot stop payment even if significant problems are detected. Instead, other corrective actions could be done such as notifying the problems to vendors. In this example, enforcement of control at different control points affects the corrective actions. In the first example, a preventive control could be enforced after receiving documents and before doing the interview. We call this segment the valid segment of the control. A control can be applied at any points within its valid segment, still preserving logical correctness of the workflow.
If two tasks are sequential, the detective control of a task can function as the preventive control of the subsequent task. In the first example, checking documents can be considered as the detective control of receiving documents or as the preventive control of doing an interview. However if two tasks are not sequential, this statement may not be true. Look at the second example, the detective controls of receiving invoice and receiving goods cannot replace for the preventive control of payment which requires reconciliation between invoice and goods.
In an inter-organizational workflow, adding a preventive control before a public task (i.e. tasks that send or receive information from other workflows) could violate the logical correctness of a workflow-net [13] . In the flowing example, task 1 is a public task that sends information to other workflows. Before adding control, task 1 is always executed; so that other workflows involving in the inter-organizational workflow receive information necessary for their process. By adding a preventive control that checks pre-conditions of task 1, the control may route the process to a corrective task based on the result of this check. Thus, there may be a potential execution where task 1 is not carried out. Further discussion can be found by Aalst and Weske [24] . Fig.9 . Control points -example 3
Design Principles
Chen [18] prescribed some principles for designing internal controls based on his review of the accountancy literature. Bons [25] formulated general principles of inter-organizational controls. He treated an organization as a single entity and did not consider internal tasks within the organization. Based on their work, we identify some design principles that could serve as guidelines for modeling controls:
1. The execution of operational tasks must be documented.
2. A control point must be furnished along with supporting documents. The documents to be verified are compared to these supporting documents.
3. A supporting document must be verified by a previous control or it must be generated from an independent reliable source.
4. Control points should be there before and after an operational task.
5. If two operational tasks are sequential, the detective control of the preceding task could function as the preventive control of the succeeding task.
6. A detective control should be executed as early as possible within its valid segment.
7. A preventive control at transaction level can be replaced by a detective control at batch process.
8. An operational task and its associated controls should be allocated to separate agents.
9. Evaluative tasks and corrective tasks should be allocated to separate agents
Linking the Two Aspects
The second problem involves establishing connections between the operational and control aspects through control points. These connections specify how a control is treated at both build and run times.
From the design standpoint, control points work as pre-conditions of a control. Each control can be considered as a workflow block consuming information provided at the control point and returning the execution to a specific task within the operational process. This task may be the ending task (i.e. the process is terminated), the next operational task (i.e. the process is continued), other control (i.e. further control enforced), the beginning task or a preceding task (i.e. the process is repeated in whole or in part). The workflow needs to be verified after attaching or detaching controls to ensure the logical correctness [14] .
From the implementation standpoint, control points serve as the interface between controls and the operational processes, while its content can be stored in separate components. The interface acts as a contract between operational processes and the control components so that workflows can be implemented without knowing details of the implementation of controls. This would enable the plug-and-play of controls dynamically during runtime without affecting any other parts of the process. For instance, we can have a control component that takes two documents, invoice and order, and results true or false depending on whether the invoice matches the order or not. In this scenario, how these documents will be compared depends on the exact format of the two documents. If the organization migrates from one format of document to another, a new control component can be built and loaded to do such comparison, without affecting other parts of the process.
Another possible instantiation of the model is through web services, by which the workflow management systems do remote calls to achieve particular control functionality. The remote call locations are determined dynamically at runtime by parsing the WSDL (Web service definition language) file. In this scenario, organizations that use a control act as service requesters and organizations that carry out the control are service providers. Control functions are actually "outsourced" to external bodies such as audit institutions or government. This model is especially appropriate for small to medium enterprises due to their lack of resources and expertise to properly implement, manage and operate mandated control enforced by laws and regulations. In this model, however, there is possibility of "mass destruction" when a malicious control can demolish, or maybe more dangerous, manipulate all involved processes. Fig.10 .Flexible enforcement of controls Separation of controls from operational processes enables flexible enforcement of control based on knowledge about the processing case at runtime. At a control point, the workflow management systems will check whether the control is necessary for the case or not. This is done through enforcement policy, a set of control rules that define which controls are enforced on which cases and in which conditions. Examples of such policies are: IF Value of the order is more than $100 THEN manager's approval is required; IF vendor is A THEN payment must be done immediately upon receiving invoice. Fig.11 illustrates a simple procurement process viewed from two different aspects. In this figure, the dash arrows represent the flow of process if controls are not executed.
Putting Together in an Example
Fig.11. Operational and control aspects
The operational aspect comprises tasks that are critical for the process, including requesting purchase, preparing order, receiving goods and invoice, and then making payment. These tasks are common for most of the procurement processes and they are all necessary for the business objective, which is to get the goods as required.
As viewed from the control aspect, controls need to be enforced at many points along the process. For instance checking the request against the current inventory, the order against available budget, vendors and prices, the invoice and goods received against each other and again the order, and so on. These controls may not be the same for all executions, e.g. payments to a vendor who has good reputation and well established relationship can be done before receiving goods or invoice.
CONCLUSION AND FUTURE WORK
Organizations seek to achieve business objectives as well as control objectives through the automation of business processes. Process modeling thus needs to reflect activities that support both objectives. Addressing organizational controls in process modeling is not a new issue. However, research in this field rarely distinguishes between the operational aspect and control aspect of a process and little has been done on their relationship in supporting organizational goals.
In this paper, we have identified the two aspects and proposed an architecture that enables the separation of these aspects. Each aspect can be analyzed, designed and implemented separately, and linked together through a set of control points.
The proposed architecture provides a number of benefits in design and implementation of evolving business processes where changes in control do not affect the structure of the operational process. The study, however, is limited in its scope to the relationship between operational tasks and controls within a process, while a thorough research on organizational controls needs to examine a larger view including the assignment of tasks to agents and the relationship among agents, because at the end, tasks are carried out by agents. This limitation brings up many issues for future research, such as the delegation of obligation and authority or the contractual relationships among agents involved in a process (interface 1, fig. 2 ), and the binding of tasks to agents in an organizational and inter-organizational process (interface 3 and 4, fig. 2 ). These are all interesting areas for the application of deontic logic in process modeling [3] .
Another limitation of this study is it clusters all controls to a single aspect, so it is unable to describe interaction among different control perspectives (e.g. internal control, external control). Having realized this shortcoming, we are currently elaborating a model that can represent multiple aspects of control. The new model would also be able to represent the N:M relationship between controls and operational tasks. That is, one control can supervise many operational tasks; contrariwise, an operational task can be managed by many controls. The enforcement of one control may affect a chain of operational tasks and other controls scattering through out the process.
