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CASE·Tools werden heute als wichtige Mittel 
der Leistungs- und Qualitätssteigerung im Software 
Engineering belrachtet. Diese Einschätzung ist 
richtig, wenn sie mittel- und langfristig verstanden 
wird; sie ist falsch , wenn man erwartet, rasche Hilfe 
zu bekommen, die Versäumnisse in der Methodik 
und Schulung ausgleicht. 
Die heute angebotenen Werkzeuge weisen cha· 
rakleristische Mängel auf, die - entgegen den An· 
kündigungen - ihren durchgehenden Einsatz sehr 
schwer machen. Trotzdem kann unter bestimmten 
Voraussetzungen, auch organisatorischen, die Qua· 
lität des Entwicklungsprozesses tatsächlich erhöht 
werden. Diese Verbesserung wirkt sich auch auf die 
Produktivität aus. 
CASE lools ha\'e given rise 10 expectations of 
improvcd productivil)' aud quality in software 
engineering. In fact , their medium- or long-term 
effect willl1e positive , but CASE lools cannot serve 
as ahand)' compensation for a lack of methods and 
training. 
Tools whieh are now ~l\'ailal1le surrer from lJ'pical 
dericiencies which contrary to the 
announcements practically prevent their 
eontinious applieation in fhe software life eyele. 
Nevertheless, under cerlain technieal and 
organisatiollal eonditions, a better quality or thc 
process or software de\'clopment can be achieved , 
whieh in turn will influence thc productivit)'. 
Einleitung 
In der Hardwa re gab es (und gibt es voraussicht-
lich weilerhin) über viele Jahre hinweg exponelltiel-
le VermituJerllllg von 
- Größe (Chi pfläche pro Bauelement ) 
- Zyklus- und Operationszeiten 
- Preis für einen logischen Baustein , z. B. ein Spei-
cherbit. 
Dagegen haben wir bei der Software seit langem 
im wese ntlichen konstante Kosten pro Zeile Pro-
grammcode. Der G ru nd ist sehr ein fach: Die 
menschliche Intelligenz (d.h . die geistige Leistung) 
läßt sich kaum verändern . Darum ist eine Verbesse-
ru ng (fast) nur d urch effiz ienteren Einsatz der 
Denkleistung möglich. Was wir nicht vermehren 
kö nnen, müssen wir so sorgfältig wie möglich ein-
setzen. 
An diese r Stelle betritt der jun ge Held die Büh-
ne: CASE. 
Seine Verheißung ist die Steigerung 
- der Produktivität 
- der Produkt-Qualität (z. B. Senkung der Fehler-
häufigkeit) 
- der Projekt-Qualität (z. B. Einhaltung des Pro-
jektplans). 
In d iesem Artikel soll versucht werden, den Be-
griff CASE vor dem Hintergrund des Softwa re En-
gineerings gc nauer zu fassen und festzustelle n , we i-
chen Stand das .,Computer Aided Software Engi· 
neering" heute hat. 
Definitionen 
.. 'Software E nginee ring" und einige verwa ndte 
Begriffe sind in IE EE-S td 729- 1983 defin iert : 
software engineering. The systematic approach 
to the development , operation , maintenance, and 
retirement o f sofi ware. 
sofrware developmelll process. The process by 
wh ich user needs are translated into software requi-
remelllS, soft wa re requirements are transformed in-
to design , the design is implcmented in code , and 
the code is testcd , documentcd , and certi fied for 
operational use. 
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Im Zusammenhang dieses Beitrags spielen die 
Begriffe Meth ode, Sprache (oder Notation) und 
Werkzeug wichtige Rollen: 
- Eine Methode hat den Charakter einer Hand-
lungsanweisung. also eines Rege lwerks oder Re-
zepts 
- eine Sprache oder Notation ist eine Ko nve ntion 
für die Kommunikation ; Beispiele sind Deutsch, 
Esperanto. Ada . Dalcnflußdiagramme 
- ein Werkzeug speichert Informat ion oder forml 
sie um (insbesondere auch in eine andere Sprache). 
Beispiele: Tonband, Brille, Fi le-System , Compiler. 
Mcthode(n), Sprache(n) und Werkzeug(c) bil-
den ein System , wenn sie durch das Substrat ge-
meinsamer K onzepte verbunden sind . Entspre-
chend lassen sich d ie Begriffe in Dreiecksform an· 
schaulieh darstellen (Bild I). 
Werkzeuge 
Bild 1: Das SJslcm·Dreicck 
.,eASE" komnlt in der IEEE-Bcgriffsnorm 
noch nicht vor, der Ausdruck ist jünger und du rch 
den freizügigen Geuwuch in der Werbung eher ver-
schwommen. Wi r finden aber als ve rwandle Begrif-
fe: 
- program symhesis. The use of software lools to 
aid in the transformation of a program speci[icarion 
into a program that rea lizes Ih<ll specificariol/ 
- programming slIpport el/vironmellt. An integra· 
ted collection of 100ls accessed via a single com-
malld langflage to provide programming support ca· 
pabililies Ih roughout the software life cyele. The en· 
vironme nt typica lly includes lools fo r dcsign ing , 
editing , compiling, loading, testing, con[igllratiol/ 
mal/agement, and project manage ment 
- software lOol. A computer program uscd to help 
develop. tesl , ana lyze, or mainlain anolhe r compu· 
ler progrul1l or its documellWtioll ; for exal1lplc, (1//-
lommed design 1001, cOll,piler. test 1001. mainte-
nallce tool. 
Die Definitionen zah lreicher Begriffe beginnen 
mil der Chara kterisierung " A software 1001 Ihal ... ·' 
oder .,A class of software tool s ... ": 
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awofl/ated design 1001, mllol1lllled tesl generator, 
mllolluued ,'er/ficmioll system, (l/lloll/fued ,'er/fica· 
liol/ lools. comparaloli design {l/wly::er, dYllalllic 
alla{yzel; illstrumellwtioll 1001. soft ware monitor, 
standards ellforcer, staticallalyzer, timing allalyzet: 
CASE ist eine se it etwa 1985 gcbriiuchliche Ab-
kürzung für .. Computer Aided Soflware Enginee-
ring". Ich schlage als pragmati sche Definition vor: 
CA SE. die Bearbeilllllg 1'011 Sofill'are mittels 
Werk zeugeIl (deli CA SE· Tools), die allf Rechnem 
realiJierf si/ld uml vom Melischen direkt gestellert 
lIIerdell. 
CASE-Tools sind also Programme, die der Bear-
beitung von Software-Komponenten. also auch an-
deren Programmen. dienen. Beispiele sind Edito-
ren, Datei-Sys teme , Testmonitore , Spezifikations-
systeme und Dokumenten·Generato re n. Ausge-
schlossen sind durch die Definition dagegen bei· 
spieJsweise 
- NC-Programme. weil sie nicht der Bearbeitllng 
von Software dienen 
- Programmiersprache n. weil diese nicht zu den 
Werkzellgen zählen 
- eine Kartei mit Angaben über wiederverwendba-
re Module. wei l sie nicht auf dem Rechner rea lisien 
ist 
- der Scheduling·Mechanisl1lus eines Time-Sha-
ring-Systems. weil er nicht direkt vo m Benutze r ge-
steuert wird. 
Eine weitere Klassifizierung von CASE-Tools ist 
prob lematisch. Die Unterscheidung von .. Upper 
CASE" und "Lower CASE" klingt auf den ersten 
Blick plausibe l, wenn man damit die Werkzeuge flir 
die frühe n Phasen (Analyse, Spezifikation und Enl· 
wurf) von denen für d ie Bea rbeitung von Code 
(Compiler. Linker, Loader, Debugger) unterschei· 
deI. Unklar ist dann abe r die Einordnung der Werk-
zeuge für die späteren Phasen, z.B. für die In tegra· 
lion. Im Sinne des von oben nach unten dargeslell-
AulgabenSlellung 
Syslemanalyse 
Spezifikalion der Anforderungen 
Syslementwurf und ModulspezilikaUon 
Modulentwurf 
Codierun und Modullesl 
Integralion und Syslemtest 
Installation und Abnahmetest 
Belrieb mll 'Wartung· 
Bild 2: Ein I' hllscnptll n 
113 
it 3/91 
114 
Analyse •••••••••••••••••••••• •••• • -_ . ..... Betrieb 
Spezilikation .•.•.•• ---- •.• --.------ •.• -. ...... Installation 
Entwurf .----.-------- . ----------. ..... Inle gral lon 
Codierung --------.------------...... Test 
Eingabe .• --------.---- -+ Übersetzung 
Bild 3: Die Badewa nnen-Kun"e 
ten Phasen plans (Bild 2) ist dies offenbar "Lower 
CASE". 
Auf die Ahstraktionsebene bezogen (Bild 3 aus 
Frühauf, Ludewig, Sandmayr, 1991) gehört die In-
tegration aber zum .,Upper CASE'·. 
Im gängigen Sprachgebrauch bezeichnet CASE 
nur diejenigen Werkzeuge, die erst im Verlauf der 
le tzlen zehn Jahre entstanden sind. Werkzeuge für 
die Bearbeitung von Programmeode (wie Compi-
ler, Debugger, auch Dateisysteme) sind damit impli-
zit ausgeschlossen, sie haben die neue Fahne auch 
nicht nötig. Man kann CASE also auch so definie-
ren: 
CASE. die Verwendung VOll Software- WerkzeIl-
geIl im Rahmen der Software-Bearbeitung fü r Tätig-
keiten, die malt bis 1970 sicher VOll Hand ausführen 
mußte. 
Der für CASE wesentliche Aspekt der Integra-
tion wird unten diskut iert. 
Im heutigen Sprachgebrauch wird .. CASE" oft 
weiter eingeschränkt . nämlich auf Werkze uge für 
die frühen Phasen. 
Methoden und Werkzeuge 
Die Bewertung von Methoden und Werkzeuge n 
ist unterschiedlich je nach Perspektive: 
Dem Unternehmen liegt vor a llem an den Me-
thoden . Diese steigern die Oualität und verbessern 
die Zusammenarbeit. führen also zu niedrigeren 
Kosten. Der Schulungs- und Einführungsaufwand 
und das Risiko des Scheiterns sind dadurch in der 
Regel zu rechtfertigen. Für den Mitarbeiter ist die 
Methode dagegen vor allem eine Bedrohung. denn 
sie bringt neue Anforderungen und die Gefahr des 
Versagens mit sich . Daher stoßen neue Methoden in 
aller Regel auf großen Widerstand. 
aus Sicht bewirken moderne Methoden 
des Unternehmens Schulungsa ufwand . dann 
Steigerung verschiedener 
Oualitäten. dadurch Senkung 
des Aufwands. d .h . der 
Kosten 
des Entwick lers Verbesserung der Oualifika-
tion . aber auch Zwang zur 
Umstellung. Risiko des Ver-
sagens 
Begriffe, Standort 
Bei den Werkzeugen verschiebt sich die Wer-
tung: Hier hat nicht nur das Unternehmen Vorteile 
(Produktivität), sondern - nach Überwindung der 
unvermeidlichen Schwellenangst - mindestens 
ebensosehr der Mitarbeiter, der von banalen Aufga-
ben der Informat ionsverwaltung und -prüfung ent-
lastet wird und ein interessantes Spielzeug be-
kommt. 
ausSicht bewirken Werkzeuge 
(CASE-Tools) 
des Unternehmens Evaluations- und Beschaf-
fungskosten, dann aber Ver-
besserungen der Dokumen-
tation , Kontrolle, Produkti-
vität 
des Entwicklers Einarbeitung, dann Ent-
lastung von trivialen Arbei-
ten . Erfolgserlebnisse. 
bessere Sichtbarkeit der Lei-
stungen 
Die unterschied liche Bewertung. die in den bei-
den Gegenüberstellungen zum Ausdruck kommt. 
hat eine interessante Konsequenz , die sich in vielen 
Erfahrungsberich ten etwa wie folgt niederschlägt: 
..Das Wichtigste war die Einführung des Werk-
zeugs; sie war mühsam . Sein Gebrauch hat dann 
aber zu Verhaltensänderungen geführ t, die sich 
sehr vorteilhaft auswirken. Jetzt könnten wir eigent-
lich auf das Werkze ug verzichten." 
Daher sollten Werkzeuge und Methoden nicht 
nur gut aufeinander abgestimmt sein , sondern stets 
als Paketlösung ausgewählt und eingeführt werden. 
Die Entwicklung von CASE 
Software-Engineering-Werkze uge hat es natür-
lich schon lange vor dem Wort CASEgegeben, nicht 
nur für die Code-Bearbeitung, sondern auch für die 
frühen Phasen. Ein Beispiel ist das System PSLI 
PSA (Teichroew. Hershey. 1977), das bereits 1969 
(!) konzipiert worden war. Anfangs der 80'er Jahre 
war .. Software Engineering Environment'· das ent-
sprechende Schlagwort (Hünke. 1981) . 
In den letzten zehn Jahren hat sich aber einiges 
ge tan: 
• Die Benutzerschniltstelle ist heute ganz drama-
tisch verbessert. Die Teletype-Schnittstelle (zeilen-
orientierte Ein- und Ausgabe. im übrigen Kommu-
nikat ion über Dateien) wurde ersetzt durch eine 
graphische Schnittstelle mit Multi-Windowing. 
Dies war möglich durch die Verfügbarkeit schneller 
Workstations mit hochaufläsendem Bildschirm . 
Damit kann man heute Informationen nach freier 
Wahl in linearer Form (d.h. durch Text) oder direkt 
in graphischer Form ein- und ausgeben, obwohl sie 
intern als logisches Netzwerk gespeichert wird. so 
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daß verschiedene Prüfungen und Umformungen 
vorgenommen werden können 
• die Notwendigkeit einer Integration der Wcrkzeu· 
ge fü r verschiedene Phasen ist allgemein anerkannt 
und teilweise berücksichtigt. Der Werbung zu folge 
ist sie mit vielen Werkzeug-Systemen auch bereits 
erreicht , doch leider bleibt die Realität weit dahin-
ter zurück. Die Schwierigkeit liegt nicht zuletzt in 
der Datenschnittstelle (siehe unten) 
• durch die Standardisierun g bei der (virtuellen) 
Basismaschine wurde der Markt wesentl ich größer. 
Fand man vor zehn Jahren mit viel Glück gerade eill 
Werkze ug, das auf einer bestimmten Maschine und 
unter einem bestimmten Betriebssystem lief. so 
gibt es heute viele, die auf UNI X, DOS oder 05/2 
abgestimmt sind und damit auf sehr unterschiedli-
cher Hardware eingesetzt werden können 
• die datenf lußorientierten Entwicklungstechni -
ken (SADT. Ross , 1985, vor a llem aber Structured 
Analysis. deMareo, 1978; McMenamin . Palmer, 
1988) haben sieh neben den datenstruktut'Orientier-
ten (Jackson , 1975 ; Cameron , 1983) weit verbreitet 
und werden durch entsprechend viele Werkzeuge 
unterstützt . 
Klassifikationen und Entwürfe für 
eine Taxonomie 
Überblick setzt Struktur voraus; eine Klassifika-
tion der Werkzeuge ist aber wegen ihrer vielen D i-
mensionen schwierig , wie der mißlunge ne Versuch 
von Dart e t a l. (1987) zeigt . 
Life-Cycle·bezogene Klassifikation 
D ie Werkzeuge (oder bei in tegr ierten Werkze u-
gen ihre Komponenten) lassen sich einte ilen in sol-
che , die bestimmten Phasen (oder genauer: Tätig· 
keilen) zugeordnet werden kö nnen , und in andere. 
die auf mehreren oder allen Ebenen zum Einsatz 
ko mmen. 
Universelle Werkzeuge 
Editoren 
Datei-Systeme 
Datei-Vergleicher 
Datenbanken und Data Dictionary-Systeme 
Werkze uge für das Configuration Manage ment 
Report-Generatoren 
Werkzeuge für spezifische Phasen 
Spezifikationssysteme 
Entwurfswerkzeuge 
Code-Generatoren 
Testtreiber. Test instrumentierer 
Werkzeuge zur Verwaltung von Ä nderun ge n 
Klassifikation nach Struktur und Mächtigkeit 
Diese Klassifizierung stammt aus einem Tuto-
rium von Riddlc (1985) . 
Basic Environment 
Editor, File System, .. . 
Tool Boxes (kombinierbare Werkzeuge) 
UNIX 
Information Repositories 
Data D ictionary 
Support Systems 
PSUPSA und andere 
Method orient cd Environments 
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mit gewissen Einschränkungen Systeme wie Pro-
mod . TeamWo rk , StP. lEW und andere 
Klassifikation von Werkzeug-Ausstattungen 
Die folgende Liste en tstand auf einer ACM-Ta-
gung (Howden et al. , 1982) . 
Feigenblatt 
- einfache, manuelle Spezifikationsmethode 
- Datenbanksystem für den Entwurf 
- Versionen-Verwaltung für den Quelleode 
- Datei-Verglcichcr für die Validierun g 
Leopardenfell (auf De utsch besser: " Lumpenman· 
tel") 
wie o ben, aber zusätzlich 
- einfaches Projektdatenbanksyslem 
- einfaches Werkzeug zur Analyse der Z usammen-
hänge in der D atenbank 
- halbformales Spezifikationssystem wie PSU PSA 
- Melhodenorientier tes Entwurfswerkze ug 
- automati sche Konfiguratio n. automatischerTest 
- System zur Pro jektüberwachung 
Overall 
wie oben , aber zusätzlich 
- Integration der Werkzeuge 
- zusä tzl iche Werkze uge. vor allem für Prüfunge n 
und Debugging 
Rau manzug 
wie oben . aber vollständig auf einem Datenbanksy-
stem integriert 
Tatsächlich ve rfügbar sind diejenigen Werkzeu-
ge , die zum Feigenblatt oder zum Leopardenfell ge-
hö ren . Der Overa ll ist .. Ieading edge" und auf dem 
Markt nicht verfügbar. der Raumanzug bleibt vor-
läufig U topie . Die Industrie lebt nach meiner 
Kenntn is auch heute noch überwiegend im paradi -
sischen Zustand . denn sie verzichtet selbst auf d as 
Feigenblatt . 
Architektur offener Werkzeug-
systeme 
An ein CASE-Tool werden Anforderunge n ge-
ste il t . d ie seine Architekturweitgehend festlegen: 
- Verschiedene Funktionen sollen zur Verfügung 
stehen. damit während der ganzen Entwick lun g 
(oder doch wenigstens in mehreren Phase n) Unter-
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stützung geboten werden kann. Die Menge dieser 
Funktionen muß offen bleiben. weil wir heute nicht 
genug wissen , um einen abgeschlossenen Werk-
zeugkasten zu definieren ("offene Funklionsviel. 
faltI') 
- der Benutzer möchte nicht die Vielfalt dieser Tei-
le sehen. sondern eine einheitliche Bedienschnilt-
stelle ("unirorme Oberfläche") 
- die Werkzeuge müssen ohne weiteres Zutun der 
Benutzer direkt miteinander kommunizieren ("In-
tegration") . 
Damit entsteht das .. Software-Rack" (Bild 4): 
Zwischen uniformer Frontplatte (Bedienschnitt-
stelle) und Backplane Bus (Software-Engineering-
Datenbank) liegen die verschiedenen Werkzeuge. 
Benutzer 
Prasentation und Bedienung 
-
Werk· Werk Werk 
zeug zeug zeug 
1 2 ... 
" 
'--- - -
Software-Engineering-Datenbank 
Bild 4: Arthilcklurcines intexrienen Sortware.Werkzeugs 
Syntaktische und semantische 
Werkzeugintegration 
Während an der Oberfläche heute jeder beliebi-
ge Komfort verlangt und geboten wird, ist die Ent-
wicklung auf der .. Rückseite" unserer Systeme viel 
weniger weit. Betrachten wir dazu. wie die Proble-
me beim Übergang von einfachen, "freistehenden" 
Werkzeugen zu integrierten Entwicklungsumge-
bungen wachsen: 
Simple Werkzeuge. die als Transformatoren ar-
beiten, machen keine Schwierigkeiten. Beispiel: ein 
Pretty Printer liest Quelleode aus einer Datei und 
erzeugt formatierten Quelleode in einer zweiten. 
Werkzeuge, die verkettet sind, erfordern dage-
gen bereits präzise Konventionen über die Form der 
zu übergebenden Information . Solche Absprachen 
sind aber noch immer relativ leicht zu treffen , weil 
sie nur bilateral binden. Beispiel: Ein Compiler er-
zeugt Objectcode , der vom Linker verarbeitet wird. 
Werkzeuge mit Interaktion haben neben der Da-
tenschnittstelle auch die Schnittstelle zum Benut-
zer. Beispiel: ein Editor bearbeitet eine Datei , ge-
führt durch einen Benutzer. 
Begriffe, Standort 
Das integrierte Werkzeugsystem, wie es in Bild 4 
gezeigt wurde, stellt bezüglich Schnittstellen die 
höchsten Ansprüche , und dies ist wohl der Grund, 
warum auf diesem Gebiet die Entwicklung wesent-
lich langsamer verlaufen ist, als vor gut zehn Jahren 
erwartet wurde. 
Für die technische Realisierung der Software-
Engineering-Datenbank gibt es verschiedene Lö-
sungen, die nachfolgend verglichen werden sollen. 
Informationen , die zu der zu entwickelnden 
Software gehören. können gespeichert werden: 
a) informal (d.h . als natürlichsprachlicher Text) in 
Textdateien 
b) (halb-)formal (d.h. in einer Programmierspra-
chen-ähnlichen Notation) in Textdateien 
c) (halb-)formal in Textdateien, die durch formale 
Schnittstelleninformationen ergänzt sind 
d) in einer Datenbank (die die Verwaltung umfang-
reicher Informationen , z.B. Modul-Beschreibun-
gen in natürlicher Sprache, an ein Dateisystem dele-
giert). 
Diese Lösungen stellen unterschiedliche Anfor-
derungen an die Werkzeugausstattung: 
a) erfordert nur Dateisystem und Editor 
b) zusätzlich ein Werkzeug. das die Querverweise 
analysiert (Cross Reference Tool) 
c) zusätzlich eine Schnittstellenverwaltung und Än-
derungskontrolle 
d) ein Datenbanksystem mit Abfragesprache. 
Diese Lösungen geben dem Anwender unter-
schiedlich gute Unterstützung bei der Verwaltung 
seiner Informationen. Als Beispiel sei angenom-
men, daß die Beschreibung eines großen Software-
Systems die folgenden Informationen verstreut und 
im Fall ynur implizit enthält: 
a) Modul A verwendet Fl aus B 
ß) Modul B stellt F2 und F3 zur Verfügung 
y) F3 wird nirgends verwendet. 
Es besteht also ein Widerspruch zwischen den 
beiden Aussagen a und ß, während r ein Hinweis 
darauf ist, daß das System überflüssige Teile enthält 
oder sonst ein Mangel vorliegt. In der Terminologie 
der Compiler erwarten wir im ersten Fall eine Feh-
lermeldung, im zweiten eine Warnung. 
Lassen sich diese Inkonsistenzen auch mit den 
Werkzeugen abis d entdecken? 
a) gibt uns keine Chance. Die Prüfung von Texten in 
natürlicher Sprache ist heute (und vermutlich auch 
in absehbarer Zukunft) nicht möglich 
b) erfordert die Prüfung al/er Dateien, was sehr viel 
Zeit erfordert und daher praktisch nur in der Mit-
tagspause oder über Nacht möglich ist, also off-
line , nicht interaktiv 
c) erfordert nur die Analyse geänderter Dateien 
und den Abgleich der Schnittstelleninformationen, 
was auch interaktiv geht , wenn man eine kurze War-
tezeit akzeptiert 
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d) erlaubt die Prüfung anläßlich jeder atomaren 
Operation . also nicht erst. wenn eine geänderte Da-
tei abgespeichcrt wi rd . 
Aus diesen Gründen ist die Lösung d die ko m-
fortabelste. Leider stellt sie auch die höchsten A n-
forderungen an die Abstimmung der verwendeten 
Werkzeuge, so daß sie in der Praxis noch kaum an-
zutreffen ist. Einer der Gründe ist die Ausrichtung 
heute üblicher Datenbanksysteme auf große Men-
gC" homogener. rel at iv kleiner Informationsbau-
steine. die in schnel len Transaktionen bearbeitet 
werden; für unsere Zwecke benö tigen wir ganz an-
dere Konzepte (sog. NOII-Standard Database Sy-
stems). An diesem Problem wird derzeit intensiv ge-
arbeitet (vgl. Abramowicz cl a l. , 1988; Mat heis. 
1990). 
Schwerer wiegt aber das - durch Datenbanksy-
steme nicht behebbare - Fehlen eines Datenmo-
dells, das sich für a ll e Werkze uge eignet. Objekt -
or ientierte Datenbanken könnten hier eine Etiket-
tierung der abgespeicherten Informatione n erleich-
tern, aber in jedem Fall ist ein plausibles Modell nö-
lig, das heute niemand kennt. 
Durch das Geschick der Werkzeuganbieter, für 
die skizzierten Speicherungsprobleme Lösunge n zu 
finden, dürfte in Zukunft die Grenzlinie zwischen 
brauchbaren und anderen Werkzeuge n definiert 
sein. 
Das Problem der vertikalen 
Integration 
Die oben beschriebene Integration auf einer ge-
meinsamen Datenbank kann man als horizontale 
Integration chara kterisiere n: Die Werkzeuge ste-
hen nebeneinander, nur ihr Zweck impliziert eine 
bestimmte Reihenfolge der Anwendung; beispiels-
weise wird ein E ntwurf erst in Text-Form eingege-
ben, dann geprüft und schließlich graphisch ausge-
geben. 
Die vertikale Integration bezeichnet hier die 
Herstellung eines logischen, damit auch von den 
Werkze ugen erk annten Zusammenhangs zwischen 
de n verschiedenen D okumenten , die im Laufe der 
Entwick lung ent stehen. 
Dieses Problem hat sich bisher als die härteste 
Nuß erwiesen. und die Lösungsansätzc sind noch 
sehr mager: Schon die Generierung eines Doku-
ments aus einem logisch vorangehenden (a lso z.B. 
die Codeerzeugung aus dem Entwurf) ist kaum 
möglich . Wo sie angeboten wird, handelt es sich ent -
weder um eine SkeleU-Generierung, bei der ein 
vom Programmierer auszufüllender Programm-
Rahmen e ntsteht, oder um die Baustein.Konfigu-
ration , bei der der Programmierer die Inhalte schon 
auf Entwurfsebene in Code-Form vorgibt ; dieser 
Code kann dann durch die Generierung konfigu-
riert werden . Natürlich kann in keinem Falle eine 
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relevante Inform ation erzeugt werden. die weder in 
der Quell-Information enthalten noch durch Nor· 
men o.ä. generell vorgegeben war. 
Weitaus schwieriger ist die Lage, wenn bereits 
mehrere Dokumente vorliege n und Ä nderunge n 
durchzuführen sind (wie es schon in der Entwick-
lung und dann in der Wartung laufend vorkommt). 
Die Funktion, die man gern hätte, aber derzeit 
nicht hat , wird als "Tracing" bezeichnet: Wenn sich 
der Benut zer beispielsweise entschließt . in der Spe-
zifikation eine Änderung durchzuführen, nachdem 
bereits Code entwickelt wurde. soille das Werkzeug 
die Anpassung des Codes möglichst gut unterstüt -
zen (im Idealfall automatische Änderung, oder we-
nigstens Hilfe bei der Identifikation der zu ändern-
den Teile). 
Diese Schwierigkeit entsteht durch das Wesen 
der Programmentwicklung, bei der die einzelnen 
Dokumente (Spezifikation, Entwurf. Code und an-
dere) nicht durch mechanische Transformation aus-
einander hervorgehen. sondern durch einen - bis-
lang nur intuitiv verstandenen - Prozeß der Info r-
mationsverminderung und -anreicherung zur glei-
chen Zeit (siehe Bild 5). 
Dokument 
A 
b . Inlormation I" B, die in 
A noch nicht enlhaHen war 
Bild 5: Die kreative Transrormation 
Dokument 
B 
Die A bbildung zeigt schematisch , wie sich die 
Informat ion von einem Do kument zum anderen 
verändert : Ein große r Teil (ab) bleibt erhal ten , eini -
ge Info rmation (a) fällt weg. andere (b) kommt hin-
zu. Wird etwa ein graphisch dargestellter Pro-
grammentwurf in Code umgesetzt , so entspricht 
die konkrete Graphik a, die im Ent wurf nicht defi-
nierte Festlegung der Datentypen b . 
Um den Ubergang von A nach B vollständ ig zu 
auto matisieren . muß b ohne Zutun des Entwicklers 
generiert werden. An einige n Stellen ist dies tat· 
sächlich möglich: beispielsweise sind die konkreten 
Speicheradressen der Variablen für den Program· 
mierer ohne Belang, sie werden durch den Compi-
ler erzeugt. In vielen Fäl len steckt aber in dieser An-
reicherung (b) gerade die schöpferische Leistun g 
des Entwicklers, sie entzieht sich nat ürlich der A u-
tomatisierung. 
Heutige Systeme leisten das Tracing nur dann . 
wenn reine Generierungsschrittc durchlaufen wer· 
den (d.h. wenn keine Anreicherung sta ttfindet oder 
wenn diese schemat isch vorgenommen werden 
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kann) . Die sogenannten .Alh Generation Langua-
ges" beruhen auf der Idee einer reinen Generie-
rung. Interessant wäre aber ein Ansatz für den all-
ge meinen Fall. doch fehlen dafür die Konzepte bis-
her völlig. Einzig eine (vom Benutzer kontrollierte) 
Verwaltung von Verweisen leistet Hilfe. doch darf 
man diese nur bed ingt unter CASE einordnen, 
denn die Verweise sind nur so vollständig und sinn-
voll. wie sie vom Benutzer eingegeben wurden. das 
Werkzeug hat keine Möglichkeit. Fehler zu erken-
nen und anzuzeigen. 
Das Problem wird noch einmal schwieriger. 
wenn auch der umgekehrte Weg beschritten werden 
soll . wenn also nach einer Änderung am Code die 
früheren Dokumente angepaßt werden sollen. Sol-
che Abläufe sind zwar absolut unerwünscht . aber in 
der Praxis nicht immer vermeidbar. de nn gerade bei 
technischen Anwendungen steht o ft das Entwick-
lungssystem (und damit das Werkzeug) nicht zur 
Verfügung. wenn die Software installiert oder adap-
tiert wird. In diesen Fällen bleibt dem Mann oder 
der Frau .. an der Front" nicht anderes übrig , als den 
Code zu ändern. Es ist unwahrscheinlich , daß diese 
Änderungen exakt ge nug dokumentiert werden, 
um die Dokumente später konsistent zu machen. 
Das "backlVard {meing" ist also eine spezielle 
Form des "reverse engineering"; es müßte Teil jedes 
Werkzeugsystems sein . 
Der Entscheid über den Einsatz 
von Werkzeugen 
Bei der En tscheidung für CASE sind die folgen-
den Vor- und Nachteile zu erwägen (am Beispiel ei-
nes Spezifikationssystems): 
Probleme 
- Auswahl 
Werkzeuge sind nicht leicht überschaubar, und nur 
wenige kennen ein Werkzeug. fast niemand kennt 
mehrere. Wer soll also aussuchen? 
- Verfügbarkeit 
Oft läuft das gewäh lte Werkzeug nicht in der vorge-
sehenen Umgebung(Rechner. Betriebssystem) 
- Preis 
Die Sys teme sind sehr teuer (erklärbar durch den 
hohen Entwicklungsa ufwand . aber oft nicht ge-
recht fe rtigt durch die Qualität) 
- Einarheitung 
Der Schulungsa ufwand im weiteren Sinne (d .h . der 
Zcitaufwand der Mitarbeiter) ist erheb lich und 
übersteigt in der Regel den K<'lUfpreis bei weitem 
- Akzeptanz 
Jedes Werkzeug stößt auf Widerstand. teilweise ra-
tional begründet (siehe nächsten Punkt). teilweise 
nich t (Programmierer sind innovationsfe indlich!) 
- Oualität 
Verg.liehen mit wirklich ausge reiften Werkzeuge n 
(Compilern) ist die Qualität vieler CASE-Tools un-
befriedigend 
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- Flexibilität 
Jedes CASE-Tool hat seine Domäne. Gehören die 
Anwendungen nicht klar zu einem bestimmten Ge-
biet . so macht das Werkzeug Mühe 
- Schnittstellen 
Das Werkzeug ist mit anderen Werkzeugen in der 
Regel nicht in befriedigendem Maße kompatibel. 
Nutzen 
- Projekt- und Produk tqualität 
Einheitlich zeigen alle Erfahrungen positiven Ein-
fluß auf die Oualität 
- Produktivität (integral) 
Die Produktivität steigt, allerdings nur, wenn man 
auch die späten Phasen und vor allem die Wartung 
berücksichtigt 
- Kontrolle 
Ocr Projcktfortschritt (oder sein Fehlen) werden 
besser sichtbar 
- Dokumentation 
Es entsteht mit Werkzeug-Unterstützung bessere 
Dokumentation . 
Die zahlreichen oben genannte n Probleme wir-
ken nicht gerade einladend für vorsichtige Leute, 
die sich mit dem Gedanken tragen, den Einstieg in 
die CASE-Welt zu wagen. Zum Trost ist aber zu sa-
gen, daß die allermeisten Erfahrungen positiv sind 
und Berichte über markante Erfolge vorliegen (vgl. 
z.B. die Hinweise in Boehm.1983, und in Zc lkowitz 
et al. , 1984). Als Faustregel kann man sagen: Die 
Wirkung von Werkzeugen ist bei weitem geringer, 
als die Werbung behauptet. aber bei weitem stärker. 
als ihre heut ige Verbreitung befürchten läßt. 
Ob die Einführung des Werkze ugs scheitert oder 
zum Erfolg führt . hängt am stärksten von zwei 
nicht·technischen Voraussetzunge n ab: 
- Es muß wenigstens einen Mitarbeiter geben (den 
"Bannerträger"), der selbst von dem Werkzeug be-
geistert ist und seinen Kollegen zeigt, wie techni -
sche Schwierigkeiten überwunden werden kö nnen. 
Ohne " Positive Thinking" sind heutige Werkzeuge 
kaum zu geb rauchen 
- Projektleitung und Management müssen klar 
und unzweifelhaft hinter der Entscheidung zur Ein-
führung stehen (sichere " RückendeckungU ) . 
Probleme ko mmen bestimmt. das Management 
mu ß dann zu seiner Entscheidung für das Werkze ug 
stehen. sonst ist die Übung gesclleitert . 
Man beachte (und bringe es dcm Management 
re chtzeitig nahe). daß mit einem Spczifikationssy-
stcm die Entwicklung zu Beginn verzögert (!) wird, 
nicht beschleunigt; der Nutzen zeigt sich erst später! 
H ier ist ein Z itat aus einem Aufsatz von Hatley 
(1983. S. 17) interessant. Er berichtet über ein Pro-
jekt. in dem Structured Anal ysis mit Automaten-
diagrammen kombiniert wurde (Hervorhebungen 
von mir) : 
AI/other, (md possibly the 1II0st illlportmll. ad-
vantage we had was that. after the decisioll was made 
J. Ludewig: Software-Engineering und CASE 
to proceed \Viril strucllIred m et/IOds, Ihere lVas a 
100% management commiltment behi"d fhe effort. 
There lVould have beeil '10 lime fO dea/ wirl! polilieal 
p roblems lvIiich mil eTs apparently have 'wd 10 COII-
(elId wilh. (m d !tappily, Ilorleoceured. 
A s expected, file .,up front" errort 10 prepare the 
requirements spec was considel1lbly more th:m OIJ 
prcv;ous projects, in fact, cOllsiderably m Qre thon 
was original/y estimated for Ihis projecl. Neverlhe-
less. ,he projeel overall is Oll schedule. and ,he results 
of [h e additional effon in terms of performance fO 
date, and improved commllllicatioll witJ, fhe ClIsto-
meT und lVith ,he design groltfJ, jllsti!)' Iltis expense. 
Die Auswahl eines Werkzeugs 
Natürlich ist die Werkze uga uswahl schwierig. 
Kaum jemand hat E rfahrung, und schon gar nicht 
mit mehreren in Frage kommenden Werkze uge n . 
Wer aber hi er versagt , richte t dreifachen Schaden 
an: 
- Die Einführung eines letztlich unwi rksamen 
Werkzeugs ist vergebl ich , aber keineswegs umsonst, 
es ent stehen be trächtliche Kos ten , vor a llem durch 
Schulung und Unruhe. der Kaufpreis der Systeme 
ist noch das we nigste 
- dic Einführung weiterer Werkze uge ist blockiert. 
die Mitarbeiter sind für geraume Zeit nicht mehr 
motivierbar 
- der Markt bekommt die fa lschen Signale, das lah-
mende Pferd wird getätschelt , das gute hungert. 
Man sollte daher beim Vergleich verschiedener 
Werk ze uge nicht spare n , indem man sich auf e ine 
billige, aber oberflächl iche Evaluation durch über-
forderte Mitarbeiter verläßt. Eine Tabe lle, in der 
die Prospekt-Angabe n gegenübergestellt sind , ist 
nur ein Zeichen der Hilflosigkeit , sie läd t zum Eti-
ket tenschwindel ein . 
Das Werbe-Material ist bei der Auswahl leider 
alles andere a ls hilfre ich . Ich werde regelmäßig von 
Agressionen heimgesucht, wenn ich mich durch ei-
nen Hochglanzprospek t gequält habe. ohne eine 
e inzige handfeste Informati on zu finden . A ls Inge-
nieur setze ich meine Ho ffnungen vor a llem auf 
schemat ische Darste llungen , aber ich werde auch 
von d iesen meist frustrie rt : In de r Epoche der Post-
moderne mu ßten wir uns daran gewöhnen , Fassa-
den zu sehen , die Selbstzweck sind , nicht das Ge-
sicht des Hauses. sondern seine Maske; auf unse-
re m Gebiet e ntsprechen dem die entfesselten Gra-
phiken , die zwa r stilsicher komponiert und mit 30 -
Effekt versehen sind. aber leider keine sinnvolle Se-
mantik besitzen . Offenbar ist auch hier das Me-
dium bereits d ie Botschaft , und zwaroft die e inzige. 
Heute wünschen viele Kunden "objektorientier-
te Werk zeuge", auch we nn sie wohl nicht immer ge-
nau wissen , was das sein sollte; die Anbie ter über-
nehmen folgerichtig dieses Wort als schm ückendes 
Attribut ( Frei nach dem alten Ingenieurspruch: 
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" Vor sechs Woch en wuß te ich /loch nicht, wie mall 
,Opjeckt-oriellliert' schreibt. ulld 1IIU1 biete ich es 
schall Oll"). 
Um zu einer seriöscn Bewcrtung zu kommen . 
mu ß man die Werkzeuge von ihrer Architektur her 
analysieren und gegen die eigenen A nforderungen 
prüfen ; diese kö nnen erst IIoch Wahl der einzuset-
zenden Methoden und Sprachen formuliert wer-
den. Wo d ie er forderliche Kompetenz dafür nicht 
im Hause ist , sollte man lieber externe Hilfe in An-
spruch nehmen. 
Natürlich muß die Bewertung am Ende auch in 
d ie Prax is umgesetzt werden (vgl. N.N . , 1991). 
Ausblick 
D as tradit ionelle Dilemma des Software Engi-
neerings liegt darin , daß der Weg des geringsten Wi-
derstands (" Versclliebe nichts auf morgen , lVas Du 
ollch allf übermorgen verschieben köllllfest!") der 
Ho lzweg der Software-Entwicklung ist (fehl ende 
Planung. fe hle nde Do kumentation , fehlende Kon-
trolJe). Ei n Werkzeug sollte den Effek t habe n . daß 
diese r Widerspruch vermindert wi rd, weil mit dem 
Werk zeug das richtige Verh alten auch eillfach wird . 
Der zukü nftige Erfolg der Werkze uge wird we-
sentl ich davon abhängen , wie wei t die oben skizzier-
ten Probleme (Speicherung, Tracing) gelöst we rde n 
kö nnen . Solange das Defizit auf dem Gebiet der 
Metriken bestehen bleibt. werden sich die Werkze u-
ge nu r dort ve rbre iten . wo ein ausreichend initiati-
ves Manage ment die no twendige n Rahmenbedin-
gunge n schafft. Firmen , denen es gelingt, parallel 
Fortschritte auf den G ebieten der Standardisie-
rung, der Q ualitä tssicherung, der Entwicklungsme-
thodi k und des Werkzeugeinsatzes zu erzielen. we r-
de n einen erheblichen Wettbewerbsvon eil haben . 
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