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Modelování a simulace již od svého vzniku hraje roli důležitého prostředku
při návrhu systémů. V současné době je k dispozici velké množství různých
aplikací a nástrojů, které nám usnadňují tvorbu modelů komplexních sys-
témů, umožňují jejich simulaci a my tak můžeme zkoumat jejich chování ve
virtuálním prostředí. Tyto simulační nástroje se neustále vyvíjejí a stejně tak
i formální metody a formalismy potřebné pro návrh a analýzu chování mo-
delů. I přes neustálý vývoj však hlavním problémem zůstává nekompatibilita
mezi jednotlivými nástroji, což znamená, že je prakticky nemožné používat
více nástrojů současně. Modely jsou poplatné danému nástroji, jsou nepřeno-
sitelné a není možné budovat knihovny znovupoužitelných modelů. Z tohoto
důvodu jsme nuceni používat jeden nástroj od návrhu systému až po jeho
nasazení v reálném prostředí. A to i přesto, že by experimentování s modelem
systému mohlo být pohodlnější v jiném nástroji, než ve kterém probíhal jeho
návrh. Modelovací formalismy sice poskytují dobrý matematický model, ale
narážime zde na nedostatek univerzálních prostředků, které by umožňovaly
přenositelnost modelů mezi simulačními systémy.
Další nevýhodou současných simulačních nástrojů je, že to jsou ve většině
případů klasické programy běžící na lokální infrastruktuře. Jsou tak obtížně
škálovatelné, náročné na údržbu a nevhodné pro týmovou práci.
V práci budeme klást důraz na systémy založené na diskrétních událos-
tech. Tomu budou odpovídat i diskutované modelovací formalismy. Hlavním
cílem práce bude zjednodušit použití a umožnit integraci rozdílných existu-
jících simulačních nástrojů a vybraných modelovacích formalismů a stanovit
univerzální prostředky pro výměnu modelů.
Jako řešení současných problémů si v této práci představíme navrženou
simulační architekturu založenou na službách, definujeme její základní kom-
ponenty a představíme koncept simulátoru jako služby (SaaS). V závěru
práce si pak ukážeme možnosti navržené architektury na dvou případových
studiích a ověříme tak její použitelnost.
Aktuálnost probírané problematiky je možné ověřit v [13], [14], [15] a
[16].
1 Systémy s diskrétními událostmi
Systémy založené na diskrétních událostech se zdají být vhodnou abstrakcí
pro modelování dynamických a i inteligentních systémů v rámci jejich návrhu
a vývoje. Dostatečným důvodem pro tento způsob modelování je to, že jako
systémy s diskrétními událostmi můžeme modelovat všechny typy dynamic-
kých systémů, u nichž nás zajímá jejich chování, které následně zkoumáme
[40].
V následujících kapitolách si představíme a krátce popíšeme dva forma-
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lismy, jako vhodné prostředky pro popis systémů založených na diskrétních
událostech.
1.1 DEVS formalismus
DEVS (Discrete EVent Systems) formalismus tvoří prostředek pro univer-
zální a rigorózní popis diskrétních modelů [28]. Tento formalismus umožňuje
popsat systém na dvou úrovních pomocí tzv. atomických a spojovaných kom-
ponent. Atomický DEVS, popisuje chování systému a definuje jeho reakce na
externí podněty a způsob generování výstupů modelu. Spojovaný DEVS, pak
popisuje strukturu systému jako síť propojených komponent.
Atomické komponenty Pomocí atomických DEVS komponent jsou po-
psány elementární části systému. Jejich chování je popsáno jako sekvence
deterministických přechodů mezi stavy modelu. Popisují, jakým způsobem
bude model reagovat na vstupní podněty a jak budou generovány výstupy
modelu. Atomická komponenta je definována jako n-tice:
atomicDevs =< S, ta, δint, X, δext, Y, λ >
• X je množina vstupních událostí
• Y je množina výstupních událostí
• S je množina všech stavů, v nichž se může komponenta nacházet
• δint : S → S je interní přechodová funkce
• δext : Q ×X → S je externí přechodová funkce, kde Q = {(s, e) | s ∈
S, 0 ≤ e ≤ ta(s)}
• ta : S → R+0,∞ je funkce posunu času
• λ : S → Y je výstupní funkce
Spojované komponenty Spojované DEVS komponenty popisují systém
jako síť propojených atomických nebo také spojovaných komponent. Propo-
jení jednotlivých komponent definuje, jak se komponenty vzájemně ovlivňují.
Tato úroveň popisu zavádí hierarchickou strukturu modelu. Spojovaná kom-
ponenta je definována jako n-tice:
coupledDEV S =< X,Y,D, {Mi | i ∈ D}, EIC,EOC, IC, select >
• X je množina vstupních událostí
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• Y je množina výstupních událostí
• D je množina jmen vnitřních komponent
• {Mi}, kde i ∈ D je množina vnitřních komponent, ze kterých se spojo-
vaná komponenta skládá. Vnitřní komponentou může být buď atomická
nebo spojovaná komponenta.
• EIC ⊆ X ×
⋃
i∈DXi je množina vstupních propojení (external input




i∈DYi × Y je množina výstupních propojení (external out-






i∈DXi je množina vnitřních propojení (internal
couplings), tedy propojení vstupních a výstupních portů vnitřních kom-
ponent
• select : 2D → D je funkce výběru v případě výskytu souběžných udá-
lostí
DEVS jako základní platforma pro modelování Od svého počátku
se DEVS stal hojně užívaným formalismem na poli modelování a simulace.
Bylo také vyvinuto několik jeho rozšíření a modifikací. Díky tomu se rozší-
řily i třídy modelů, které je možné pomocí tohoto formalismu popsat. Tato
rozšíření zahrnují: Fuzzy DEVS, Real Time DEVS, Parallel DEVS, Dynamic
Structure DEVS, Celullar DEVS, apod.
V [28] je prokázáno, že DEVS může být modifikován nebo přímo použit i
pro modelování jiných typů systémů než jsou systémy založené na diskrétních
událostech. To mohou být buď systémy s diskrétním časem (Discrete Time
Systems), což je speciální případ systémů s diskrétními událostmi, nebo sys-
témy popsané pomocí diferenciálních rovnic (Differential Systems) - rozdě-
lení a označení je převzato z [28]. Takové systémy lze simulovat buď naprosto
věrně, nebo je možné jejich chování simulovat s požadovanou přesností.
1.2 Petriho sítě
Petriho sítě tvoří třídu diskrétních matematických modelů umožňujících po-
pis řídících toků, prostředků a závislostí uvnitř modelovaných systémů. Vznikly
jako zobecnění konečných automatů, které rozšiřují o tzv. přechody a zna-
čení. Petriho sítě patří mezi populární, názorné a velmi oblíbené matema-
tické formalismy pro modelování diskrétních a paralelních systémů. Jejich
hlavními výhodami jsou konceptuální jednoduchost, srozumitelný grafický
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zápis, možnosti simulace a formální analýzy. Model je popsán místy se sta-
vovou informací v podobě značek, dále přechody vyjadřujícími změny stavu
a hranami, které slouží k propojení míst a přechodů. Petriho síť můžeme
považovat za matematicky definovaný stroj, který je možné analyzovat a
verifikovat formálními metodami.
Formálně Petriho síť definujeme jako n-tici N = (P, T, F,W,C,M0), kde
• P je konečná množina míst (places)
• T je konečná množina přechodů (transitions), kde P ∩ T = ∅
• F je binární toková relace (flow relation): F ⊆ (P × T ) ∪ (T × P )
• W : F → N \ {0} je váha (weight) přechodů
• C : P → N ∪ {ω} je zobrazení určující kapacitu (capacity) míst. ω
je supremum množiny N [41] a slouží k označení neomezené kapacity
místa
• M0 : P → N ∪ {ω} je počáteční značení, kde ∀p ∈ P :M(p) ≤ C(p)
Princip dynamiky Petriho sítě spočívá v provádění přechodů, proto si
uveďme, co rozumíme proveditelností přechodu a jak se po jeho provedení
změní značení sítě:
• Mějme vstupní množinu •t přechodu t: •t = {p|pFt}, kde t ∈ T a
p ∈ P
• Obdobně mějme výstupní množinu t• přechodu t: t• = {p|tFp}, kde
t ∈ T a p ∈ P
• Přechod t ∈ T budeme považovat za proveditelný, jestliže: ∀p ∈ •t :
M(p) ≥W (p, t) a ∀p ∈ t• :M(p) ≤ C(p)−W (p, t)
• Přičemž jeho provedením získáme následné značení M ′(p) = M(p) −
W (p, t)+W (t, p) a symbolicky toto provedení značíme jako M [t > M ′
Existuje velké množství různých variant Petriho sítí, kde snahou je zvý-
šení modelovací schopnosti, úrovně popisu a přiblížení se tak co nejblíže
modelovanému systému. Jako příklad můžeme uvést C/E sítě [25], P/T sítě,
či vysokoúrovňové sítě, jako jsou např. barvené sítě [26].
Petriho sítě s referencemi Pro účely této práce se podrobněji zmíníme
o rozšířených Petriho sítích, nazvaných Petriho sítě s referencemi, označo-
vané anglicky jako reference nets [27]. Jsou to klasické Petriho sítě s rozší-
řeným inskripčním jazykem a možností dynamické instanciace jednotlivých
sítí, přičemž každá síť je reprezentována nezávislým objektem a odkaz (re-
ference) na takovou síť může být předáván ve formě značky. Ke komunikaci
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mezi různými instancemi je možné použít tzv. synchronních komunikačních
kanálů. Inskripční jazyk je ve skutečnosti jednoduchý programovací jazyk,
který umožňuje provádět rozličné akce při provádění přechodů.
2 Architektury založené na službách
Architektury orientované na služby (anglicky Service-oriented architectures)
představují jednu z technik softwarového inženýrství, která využívá rozdě-
lení složitého systému na komponenty. Komponentami jsou v tomto případě
nezávislé a navzájem spolupracující služby. Služba je v rámci systému něco,
co poskytuje přidanou hodnotu, může to být třeba nějaký dílčí úkol nebo
složitý výpočet.
Mezi základní vlastnosti služeb patří: jasný kontrakt, nezávislost, zno-
vupoužitelnost a jednoznačná identifikace. Dále také musí každá ze služeb
splňovat tzv. princip abstrakce, kdterý určuje aby implementační detaily byly
skryty, což umožňuje volné vazby na své okolí. Princip abstrakce zvyšuje gra-
nularitu systému a usnadňuje jeho administraci a úpravu.
V architektuře orientované na služby existují dvě základní entity, kte-
rými jsou poskytovatel služby (service provider) a klient/konzument (service
consumer). Poskytovatelem služby je entita, která nabízí svému okolí nějaké
předem definované služby. Klientem je pak entita, která tyto služby využívá.
Komunikace mezi nimi pak probíhá podle předem daného standardu, je
založena na principu vzdáleného volání procedur a je typu klient-server. Zá-
kladem je dvojice zpráv: požadavek (request) generovaný klientem a odpověď
(response) odesílaná poskytovatelem služby.
Webové služby Jedním z prostředků realizace architektur orientovaných
na služby jsou webové služby. Webová služba v tomto případě tvoří základní
komponentu celé architektury a poskytuje své služby po síťi či přes inter-
net. Komunikace využívá nejčastěji protokol HTTP (Hypertext Transfer
Protocol), pomocí kterého se přenášejí dvojice zpráv požadavek/odpověď
(request/response). Pro popis zpráv a jejich kódování se pak používá pro-
tokolu SOAP (Sime Object Access Protocol) [34], který je založen na jazyce
XML (eXtensible Markup Language). V tomto jazyce je popsané i rozhraní
služeb, konkrétně se jedná o speciální jazyk WSDL (Web Service Description
Language) [35], který definuje veřejné operace poskytované službou a datové
struktury pro výměnu dat.
Existující architektury pro modelování a simulaci Jako existující ar-
chitektury pro vzdálenou a distribuovanou simulaci si můžeme uvést Micro-
soft Robotic Studio [29], Simulator Integration Platform (SINPL) [20], High
Level Architecture (HLA) [21], [30] a Multi-Simulation Interface (MSI) [23].
6
Tyto architektury byly shledány buď jako nedostatečně obecné (Robo-
tic Studio) nebo koncepčně zastaralé a neumožňující dekompozici na služby
(HLA). V případě MSI se pak jedná spíše o systém pro propojení různých
simulací, který slouží stejnému účelu jako HLA. Integraci různých simulač-
ních nástrojů tyto architektury spíše nepodporují. Obecně se tak dá říci, že
koncept nezávislých služeb v dnešních simulačních architekturách chybí nebo
je využíván jen částečně.
3 Simulační architektura založená na službách
Navrhovaná simulační architektura je založená na webových službách, kde
webovou službou rozumíme diskrétní aplikaci, která poskytuje služby v po-
čítačové síti nebo přes internet.
Výhody webových služeb nám umožňují sestavit otevřenou a vysoce mo-
dulární architekturu, která tvoří simulační systém, kde jednotlivé kompo-
nenty poskytující služby mají dobře definované rozhraní (API) a jsou tak
snadno použitelné. Na jedné straně tak máme množinu (propojených) slu-
žeb, které definují poskytované veřejné operace a datové struktury pro vý-
měnu dat, a na druhé straně je klient či konzument, který službu využívá
pro splnění svých cílů.
Celá architektura je navržena tak aby poskytovala důležité modelovací a
simulační služby, standardizovala jejich komunikaci, výměnu dat a zjednodu-
šila integraci jednotlivých komponent. Architektura je zobrazena na obrázku
1, kde můžeme vidět všechny základní entity, kterými jsou:
1. Registr služeb (Service Broker) - adresář služeb
2. Simulační služby (Simulation as a Service - SaaS)
3. Ostatní služby
(a) Transformační služba - zajišťuje převod modelů
(b) Prezentační služba - úprava a převod simulačního výstupu
(c) Knihovana modelů (repozitář) - úložiště pro simulační artefakty
4. Klient/konzument
Simulační služby představují zcela nový koncept, který nabízí stejnou
funkcionalitu jako současné simulační nástroje, ale řeší jejich nevýhody. Si-
mulátor jako služba (anglicky Simulator as a Service - SaaS) je nezávislá
webová služba, která zcela ukrývá svoji implementaci a nabízí jednotný pří-
stup ke svým funkcím. Simulační služby umožňují klientovi nahrát model
a spustit jeho simulaci. U běžících simulací je možné zkoumat jejich stav a
výsledky. Každá simulační služba poskytuje určitou množinu operací, které
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Obrázek 1: Simulační architektura založená na službách
klient může využívat. Množiny operací různých simulačních služeb nemusí
být shodné ani úplné a mohou se překrývat. Ve skutečnosti si klient mezi
různými službami vybírá tu, která splňuje jeho požadavky a nic mu nebrání
využít i více simulačních služeb a porovnat výsledky. Stručný přehled kate-
gorií operací je ukázán v tabulce 1.
Tabulka 1: Operace simulačních služeb
Kategorie Popis/Účel
Administrace a konfigurace Řízení simulaceKonfigurace simulační služby




Manipulace s modelem/simulací Návrh modeluEditace modelu
Manipulace se simulací
Přístup k úložišti Knihovna modelůSimulační repozitář
Každá ze simulačních služeb má možnost se registrovat v Registru slu-
žeb (Service Broker), který slouží jako UDDI registr (Universal Description,
Discovery and Integration) a může být využíván pro doporučení služby na
základě požadavků klienta. Takovým požadavkem může být například mode-
8
lovací formalismus, množina požadovaných operací, apod. Pro správné dopo-
ručení může registr služeb implementovat sadu pravidel, podle kterých pak
provede doporučení. Registr poskytuje přístup k WSDL dokumentům jed-
notlivých služeb, kde jsou popsány veřejné operace, formát výměny zpráv
a datové typy. Obsahuje také umístění služeb a na požádání je poskytuje
klientovi, např. jako URL. Dále jsou v registru služeb obsaženy i jiné než
simulační služby a klient je tak může snadno nalézt a začít používat.
Klient je konzumentem služeb a využívá je pro splnění svých cílů či sta-
novených úkolů. Pro doporučení vhodné služby a pro získání jejího umístění
používá Registr služeb. Dále pak již komunikuje přímo s danou službou.
Komunikace probíhá pomocí protokolu SOAP. Příklad takové komunikace je
ukázán níže, kde je ukázána dvojice zpráv (request/response) pro jednoduchý
požadavek na spuštění simulace. Vlastní model může být ve zprávě poslán
buď přímo jako součást XML zprávy nebo přes tzv. přílohy (SOAP atta-
chments), popřípadě je možné použít Message Transmission Optimization
Mechanism (MTOM) [37]. Další možností je zaslání odkazu na umístění
modelu, který může být již nahrán v simulátoru nebo uložen ve vzdálené
knihovně modelů (viz dále). Simulační služba si pak model sama opatří.
Zde jen poznamenejme, že požadavek na spuštění simulace může obsahovat
množství dodatečných parametrů, nutných pro spuštění simulace.
Příklad komunikace mezi klientem a službou
Požadavek na spuštění simulace:
<m:startSimulation xmlns:m="http://www.soa/soap">
<aModel xsi:type="xsd:model">
<![CDATA[Base64 encoded model goes here]]>
</aModel>
</m:startSimulation>




Ostatní služby poskytují jiné než simulační, avšak neméně důležité funkce.
Jednou z nich je prezentační služba, která může být použita například k pře-
vodu nesrozumitelného a těžko čitelného simulačního výstupu (většinou v
textové podobě), na více srozumitelný grafický výstup. Jako příklad je níže
uveden simulační výstup vytvořený modelem genetického algoritmu (podrob-
něji popsaného v kapitole 5), který byl vytvořen a simulován v prostředí
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Obrázek 2: Grafická reprezentace vytvořená z textového simulačního výstupu
doručeného prezentační službě
SmallDEVS [36]. Výstup obsahuje maximální a průměrnou hodnotu tzv. fit-
ness funkce, která vyjadřuje kvalitu řešení reprezentovaného tímto jedincem
pro každou generaci vytvořenou během simulace. Na obrázku 2 pak můžeme
vidět grafickou podobu textového simulačního výstupu, tak jak ji vytvořila
jednoduchá prezentační služba běžící v prostředí Squeak [38] s rozšířením
SoapOpera [39]. Tato jednoduchá prezentační služba výrazně zvyšuje čitel-
nost simulačního výstupu a zvyšuje uživatelský komfort při inspekci běžících
simulací.
Část textového simulačního výstupu modelu genetického algoritmu
<trace>











Jednou z dalších důležitých služeb, která umožňuje multiparadigmatické
modelování je transformační služba. Tato služba umožňuje automatický nebo
poloautomatický převod modelů z jednoho formalismu do druhého. Díky
tomu pak vývojáři mohou použít rozdílné formalismy při návrhu modelu a
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Obrázek 3: Transformace modelu popsaného Petriho sítí na model v klasic-
kém DEVS formalismu
jeho následné simulaci. Příklad takové transformace je ukázán na obrázku 3,
kde jednoduchý model vyjádřený Petriho sítí je převeden na model v klasic-
kém DEVS formalismu [28]. V tomto případě transformační služba použila
algoritmus převodu, který je popsán v kapitole 3.2.2. Obrázek je z prostředí
SmallDEVS, kde pak takový převedený model může být spuštěn a simulován.
Další ze služeb, nazvaná jako knihovna modelů, poskytuje základní a dů-
ležitou funkcionalitu. Je to místo, které slouží jako úložiště pro modely, do-
kumenty, knihovny a jiné soubory důležité pro simulaci. Tyto prostředky
mohou být organizovány do projektů a sdíleny s jinými klienty. Celá služba
tak zlepšuje spolupráci při větších projektech a umožňuje znovupoužitelnost
vytvořených modelů. Protože se předpokládá, že knihovna modelů bude po-
užívána více uživateli, je vhodné, aby implementovala přístupová práva pro
omezení přístupu k jednotlivým zdrojům. Jen autentikovaní uživatelé, kteří
byli autorizováni pak mohou získat přístup k chráněným projektům.
Příklad použití výše popsaných služeb pro spuštění simulace a získání
simulačního výstupu je ukázán na obrázku 4. Před začátkem simulace vy-
užije klient registru služeb pro doporučení vhodné služby. Registr služeb je
pro klienta důležitý i v případě, že klient již má předem vybranou simulační
službu, protože obsahuje její definiční dokumenty a umístění. Před spuštěním
simulace je třeba dodat simulační službě příslušný model. V tomto případě
klient doručí pouze adresu modelu a simulační služba si tento model již sama
nahraje z příslušné knihovny modelů. V případě, že se jedná o model, který
není kompatibilní s danou simulační službou (např. model je popsaný v ji-
ném formalismu), pak simulační služba kontaktuje transformační službu a
ta zajistí jeho převod. Po převedení modelu již simulační služba může začít
provádět simulaci a v odpovědi pošle klientovi přidělený identifikátor běžící
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Obrázek 4: Příklad využití služeb pro simulaci
simulace.
Po úspěšném startu simulace pak může klient poslat požadavek na získání
simulačního výstupu, pro jehož převedení lze využít dostupné prezentační
služby. Na závěr ještě poznamenejme, že registr služeb je využíván nejen
klientem, ale i simulační služba jej může kontaktovat např. pro doporučení
vhodné transformační služby.
Distribuovaná simulace Distribuovanou simulaci rozumíme několik si-
mulací spojených do většího celku, které spolu mohou komunikovat. Navr-
žená simulační architektura není přímo pro takovou distribuovanou simulaci
navržena a navržené rozhraní simulačních služeb neobsahuje přímou pod-
poru ani pro simulaci distribuovaných systémů, kdy různé části modelu běží
v různých simulačních uzlech, které si navzájem synchronizují simulační čas.
Proto, aby architektura skutečně distribuovanou simulaci umožňovala, by
bylo nutné doplnit rozhraní simulačních služeb o příslušné metody určené
pro komunikaci mezi simulacemi, popřípadě navrhnout službu zajišťující ří-
zení celé simulace. Téma distribuované simulace však přesahuje rámec této
práce.
3.1 Popis modelů
Model, jako abstraktní reprezentace systému je jednou z hlavních entit předá-
vaných mezi simulačními službami. Aby byla zajištěna kompatibilita modelů
napříč těmito službami, je nutné zvolit dostatečně univerzální prostředek pro
jejich popis. Simulační architektura představená v předchozích kapitolách
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umožňuje migraci modelů a používá jako modelovací platformu Petriho sítě
a DEVS formalismus, omezíme se tedy na univerzální popis pouze těchto mo-
delů. V případě Petriho sítí takový prostředek již existuje, avšak pro DEVS
bylo nutné jej vytvořit. Vznikl tak DEVS Meta Language [42], který se stal
předlohou (viz [19]) k DEVS Modeling Language [18], což je v současné době
používaný standard.
3.1.1 DEVS Meta Language
Jazyk DEVSML (DEVS Meta Language) [42] je určený pro popis simulač-
ních DEVS modelů a jeho hlavním cílem je jejich univerzální popis, založený
na standardech XML a JavaML. Díky tomu jsou takové modely jednoduše
znovupoužitelné v různých simulačních prostředích, bez výraznějších změn
či složitých manuálních úprav. Takový model je nezávislý na konkrétní im-
plementaci simulačního nástroje a může být jednoduše, například za pomocí
XSL transformace, převeden a simulován v libovolném simulačním nástroji.
V navrhované architektuře hraje DEVSML roli jednoho z hlavních výrazo-
vých prostředku pro výměnu informací mezi simulačními službami a vzdále-
ným klientem.
Struktura modelu Díky použití jazyka XML je hierarchická struktura
modelu vyjádřena zcela přirozeně. Atomické a spojované komponenty jsou
popsány odděleně. Popis spojované DEVS komponentu obsahuje definici
vstupních a výstupních portů, seznam vnitřních komponent včetně odkazů
na dokumenty s jejich definicemi a dále definuje propojení mezi komponen-
tami. Podobně jsou popsány i atomické komponenty, u kterých je potřeba
definovat navíc i jejich chování. Každá komponenta je definována v samo-
statném XML dokumentu, který může být uložen lokálně nebo kdekoli na
síti či internetu.
Pro zjednodušení popisu je možné použít koncept nadřazeného modelu
(super model), který zavádí princip dědění, tak jak jej známe z jiných pro-
gramovacích jazyků. Z nadřazeného modelu je možné dědit definice portů,
stavových proměnných a také funkcí. Příklad modelu tvořeného jednou spo-
jovanou a jednou atomickou komponentou je uveden níže.
Příklad spojované komponenty






















<atomic name="sampleAtomic" modelX="26" modelY="28">
<state-variables>


















Popis chování modelu Popis struktury atomických a spojovaných kom-
ponent je celkem jednoduchý. To však neplatí pro popis chování atomických
komponent určené čtyřmi základními funkcemi, které je potřeba specifikovat.
Tyto funkce mohou používat a měnit hodnoty tzv. stavových proměnných.
Hodnoty všech stavových proměnných určují stav modelu.
Pro definici všech čtyř funkcí atomických komponent čerpá DEVSML in-
spiraci od JavaML [10], který přináší alternativu zápisu Java kódu v jazyce
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Obrázek 5: XSLT Transformace
XML. Snadno je tak možné převést kód do jiného programovacího jazyka a
díky tomu je možné tento kód optimalizovat a verifikovat. JavaML předsta-
vuje výrazový prostředek pro popis chování atomické komponenty a jejích
základních funkcí.
Základní syntaktické elementy umožňují přečíst a nastavit hodnotu sta-
vové proměnné, přečíst a nastavit hodnotu lokální proměnné, dále umožňují
zápis podmíněného větvení a různé druhy cyklů - s podmínkou na konci, resp.
na začátku a s definovaným počtem průchodů. Pro výrazy pak je možné po-
užít číselné a řetězcové hodnoty, unární a binární operátory.
Pro definici chování atomických komponent je možné také použít jiný jed-
noduchý jazyk nebo pseudo kód. Může jím být např. jazyk podobný Lispu,
kterým je možné specifikovat funkce modelu. Další možností je použití vizu-
álních jazyků, jako je např. diagram aktivit v UML [11], [12].
Převod modelu do cílového simulačního prostředí Protože DEVSML
popisuje, jak strukturu jednotlivých komponent modelu, tak i jejich chování,
můžeme jej použít přímo pro transformaci modelů do vybraného simulač-
ního nástroje. Tento převod je založen na XSL transformaci, pro kterou je
nutné vytvořit nejprve XSL předpis (XSL template) definující samotný pře-
vod. Princip tohoto převodu je zobrazen na obrázku 5. Pro každý simulační
nástroj nebo platformu je tedy nutné vytvořit pouze nový XSL předpis, který
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je použit pro transformaci, a modely mohou zůstat nezměněné.
Pro srovnání s DEVSML si můžeme uvést podobné projekty, které se také
snaží o standardizaci popisu DEVS modelů [24]. Jedním je DEVSW [7], [8],
který sice popisuje strukturu modelů pomocí XML, ale popis chování atomic-
kých komponent je možné specifikovat pouze pomocí pseudokódu. Elegantní
řešení také bylo představeno v [9], které sice používá jen jazyka XML, ale
popis přechodových funkcí je definován pravidly s konečnou množinou stavů,
takže tímto způsobem mohou být definovány pouze konečné automaty. Tím
je omezena popisná síla modelů. Dalším je DEVS Modeling Language [18],
který navazuje na DEVSML [19], existuje ve dvou verzích a má v současné
době největší tendence stát se používaným standardem.
3.1.2 PNML
Perti Net Meta Language (PNML) [17] je metajazyk pro popis modelů za-
ložených na Petriho sítích. Jeho hlavním účelem je umožnit interoperabilitu
mezi různými modelovacími nástroji pro modely založené na Petriho sítích.
Díky tomuto standardu je možné tyto modely přenášet mezi různými ná-
stroji.
PNML standard se skládá ze dvou částí. Sémantická část definuje séman-
tický model Petriho sítí. Matematické definice jsou jeho součástí. Syntaktická
část definuje abstraktní a konkrétní syntaxi pro různé typy Petriho sítí. Abs-
traktní syntaxe je specifikovaná pomocí UML a konkrétně je pak síť popsána
pomocí RELAX NG [31].
3.2 Transformace modelů
Pokud chceme používat různé modelovací formalismy (tzv. multiparadigma-
tický přístup), je potřeba mít k dispozici možnosti převodu mezi nimi. Před-
stavíme si zde možnosti převodu mezi DEVS, Petriho sítěmi a konečnými
automaty. Všechny níže uvedené postupy mohou být chápány jako návod
pro implementaci algoritmu převodu pro transformační službu, která tvoří
jednu ze stěžejních komponent celé simulační architektury. S touto službou
je pak možné realizovat převody modelů zcela automaticky, přičemž trans-
formační postup se dá snadno verifikovat za pomocí simulace. Výsledky si-
mulace mohou totiž ukázat, zda chování původního a převedeného modelu
je totožné.
3.2.1 DEVS a konečné automaty
Chování atomických komponent v DEVS formalismu je vyjádřeno pomocí
čtyř základních funkcí. Tyto odlišné funkce nám určují dohromady chování
modelu a často není snadné z určit závislosti mezi nimi navzájem a pochopit
tak chování modelu. Vhodnějším prostředkem se zdají být konečné automaty,
jako matematický model, který může srozumitelně popsat stavy systému a
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jeho chování. Pro naše účely konečné automaty modifikujeme a rozšíříme o
hranové výrazy a přidáním času vytvoříme formální model pro zápis chování
atomických komponent DEVS systémů.
Nejprve definujme základní pojmy:
• Vp = {p1, p2, p3, .., pm}, resp. Vg = {g1, g2, g3, .., gn} je množina fázo-
vých proměnných (phase variables), resp. strážních proměnných (gu-
ard variables), kde každá proměnná může nabývat hodnoty z množin
Vp1, Vp2, Vp3, .., Vpm, resp. Vg1, Vg2, Vg3, .., Vgn. Množiny Vpm a Vgn mo-
hou být definovány buď výčtem možných hodnot (např. {true, false},
{passive, active}) nebo mohou nabývat hodnot z množin reálných či
přirozených čísel (např. Vpm ' R nebo Vgn ' N).
• M-ární relace VP ⊆ Vp1×Vp2×Vp3×..×Vpm pak tvoří prostor částečných
stavů DEVS modelu, nazývaných jako fáze (phases).
• N-ární relace VG ⊆ Vg1× Vg2× Vg3× ..× Vgn nám určuje dohromady s
fázemi úplný stavový prostor DEVS modelu, přičemž strážní proměnné
vyjadřují podmínky, které musí být splněny, aby bylo možné provést
příslušný přechod v konečném automatu.
• S = VP × VG je m · n-ární relace určující úplný stavový prostor DEVS
modelu.
• X = {(p, v)|p ∈ InputPorts, v ∈ Xp} je množina vstupních portů a
jejich hodnot, kde InputPorts značí množinu jmen vstupních portů a
Xp množinu přípustných hodnot pro daný port p ∈ InputPorts.
• Y = {(p, v)|p ∈ OutputPorts, v ∈ Yp} je množina výstupních portů a
jejich hodnot, kde OutputPorts značí množinu jmen výstupních portů
a Yp množinu přípustných hodnot pro daný port p ∈ OutputPorts.
Modifikované konečné automaty pro popis chování DEVS modelů si v
tuto chvíli můžeme definovat následujícím způsobem:
FSA = (P, Text, Tint,Wext,Wint), kde
• P = {phase1, phase2, .., phasen} je množina fází, kde phasen ∈ VP .
• Text ⊆ P × P je binární relace, nazvěme ji externí přechod.
• Tint ⊆ P × P je binární relace, nazvěme ji interní přechod.
• Wext : Text → G × 2X × E × A, kde G je soubor podmínek (guards)
pro provedení přechodu, určený parciálním zobrazením: Gz : Vg → VG,
přičemž přechod t ∈ Text je pak možné provést jen tehdy, když jsou
splněny všechny tyto podmínky. Jako true ∈ G budeme označovat
speciální podmínku, která je za všech okolností splněna. Pro jednot-
livé podmínky dále umožníme použití binárních relačních operátorů,
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Obrázek 6: Modifikovaný konečný automat, který popisuje názorně chování
generátoru s přepínačem
kterými jsou ==, <, ≥, apod. 2X značí přicházející vstup (tzn. páry
vstupních portů a jejich hodnot). E ⊆ R+ označuje uplynulý čas (elap-
sed time) od provedení posledního přechodu, přičemž jeho konkrétní
hodnotu budeme označovat jako e ∈ E. A je pak soubor akcí (actions),
určený parciálním zobrazením: Az : Vg → VG, které se mají provést
po vykonání přechodu - jedná se tedy o přiřazení nových hodnot pro-
měnným. Jako noAction ∈ A budeme označovat akci, která neprovede
žádné přiřazení. Přiřazení budeme označovat symbolem =.
• Wint : Tint → G × T × 2Y × A, kde G je soubor podmínek (guards),
definovaný výše, přičemž přechod t ∈ Tint je pak možné provést jen
tehdy, když jsou splněny všechny tyto podmínky. T ⊆ R+ označuje
časovou podmínku pro provedení přechodu, přičemž přechod t ∈ Tint
je možné provést jen tehdy, pokud model setrvá v aktuálním stavu po
dobu time ∈ T . 2Y značí výstup, který je generován před provedením
přechodu a znakem  ∈ 2Y budeme označovat situaci, kdy nebude
generován žádný výstup. Množina A značí výše definovaný soubor akcí
(actions).
Pro ilustraci si uvedeme případ jednoduchého DEVS modelu, jehož cho-
vání vyjádříme pomocí modifikovaného konečného automatu a ukžeme si
jeho grafickou reprezentaci:
Generátor s přepínačem Jednoduchý generátor pracuje ve dvou mó-
dech: passive and active. Když je v módu passive, nevykonává žádnou čin-
nost, pouze čeká na aktivaci přes vstupní port. V módu active generuje v
pravidelných časových intervalech, daných periodou period výstup 1. Gene-
rátor v aktivní fázi (tedy v módu active) může být vypnut posláním 0 na
vstupní port. Model je inspirován modelem uvedeném v [28], kde však chybí
přepínač.
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Grafická reprezentace chování pomocí modifikovaných konečných auto-
matů je ukázána na obrázku 6. Poznamenejme jen, že přechod ti2 může
být vynechán. Na obrázku byl dále vynechán uplynulý čas e v přechodech
te1, te3, te4 jelikož nemá žádný vliv na provedení přechodu. Formálně si pak
tento konkrétní model můžeme popsat takto:
• Vp = {phase}, kde Vphase = {active, passive}
• Vg = {time}, kde Vtime = R+
• VP = {active, passive}
• VG = R+
• S = VP × VG = {active, passive} × R+
• P = VP = {active, passive}
• Tint = {ti1, ti2}, kde ti1 = (active, active) a ti2 = (passive, passive)
• Text = {te1, te2, te3, te4}, kde te1 = (passive, passive), te2 = (active, active),
te3 = (passive, active) a te4 = (active, passive)
• Wint(ti1) = (true, time, (out, 1), (time = period))
Wint(ti2) = (true,∞,, noAction) - tento přechod může být vynechán,
poněvadž nemůže být nikdy proveden
• Wext(te1) = (true, (in, 0), e, noAction)
Wext(te2) = (true, (in, 1), e, (time = time− e))
Wext(te3) = (true, (in, 0), e, noAction)
Wext(te4) = (true, (in, 1), e, (time = period))
Modifikované konečné automaty slouží k intuitivnímu popisu chování mo-
delu a zobrazení množiny dostupných stavů. Jednoduché modely nepotřebují
žádný dodatečný výklad. Na druhé straně grafický popis modifikovaných ko-
nečných automatů se může jevit jako komplikovaný pro složitější modely,
jelikož každý přechod může mít definovány všechny čtyři prvky přechodové
relace, jako např. přechod te1 na obrázku 6) a soubory podmínek G a akcí
A mohou být také dlouhé výrazy. I přesto se však zdají být tyto automaty
vhodným prostředkem pro popis modelů, zvláště v počátečních fázích tvorby
modelu.
V [28] je definován DEVS Definition Language který používá tzv. přecho-
dové diagramy (transition diagrams). Ty však neumožňují definovat funkci
časového posunu ta.
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Obrázek 7: Příklad Petriho sítě a odpovídajícího DEVS modelu
3.2.2 DEVS a Petriho sítě
Jak Petriho sítě, tak i DEVS tvoří třídu modelovacích technik, které se dají
použít pro tvorbu modelů, založených na diskrétních událostech. Je tedy na
místě zabývat se možnostmi převodu mezi nimi navzájem. Článek [5] na-
vrhuje postup, jehož aplikací je možné převést Petriho síť na ekvivalentní
DEVS model. Tento popis umožňuje simulovat chování Petriho sítě v ná-
stroji, který je určen pro simulaci DEVS modelů, bez nutnosti jeho úpravy.
Hlavní princip převodu spočívá v nalezení vhodné reprezentace pro místa,
přechody a tokovou relaci v Petriho síti. Místa a přechody mohou být vy-
jádřeny atomickými modely a toková relace je realizována propojením jejich
vstupů a výstupů. Příklad je na obrázku 7.
Popsaný postup má nevýhodu v tom, že je platný pouze pro tzv. klasický
DEVS (classic DEVS), tedy základní variantu DEVS formalismu. V případě,
že bychom chtěli síť simulovat v paralelním DEVS simulátoru, určeného pro
variantu označovanou jako Parallel DEVS, tak by mohla nastat konfliktní si-
tuace, kdy by se dva přechody, napojené na jedno místo, provedly současně.
Což by nebylo korektní chování, protože po provedení prvního přechodu by v
místě nemuselo být dostatek značek pro provedení přechodu druhého. V pří-
padě klasického DEVSu tato situace nenastane, protože současně vyvolané
výstupní funkce u dvou komponent by byly simulátorem zpracovávány sek-
venčně a po zpracování první by se na výstupu místa, z něhož by se značky
odebíraly, objevila informace o novém stavu a ta by dorazila na vstup dru-
hého přechodu, kde by nastal konflikt mezi interní a externí přechodovou
funkcí. Přednost by pak dostala interní funkce a po změně stavu by k vyvo-
lání externí přechodové funkce již nedošlo.
3.3 Integrace nástrojů a aplikací
Pro integraci existujících simulačních aplikací a nástrojů do simulační archi-
tektruy je potřeba vytvořit rozhraní webové služby a implementovat ji. Te-
prve tehdy mohou klientské aplikace používat funkcionalitu těchto nástrojů,
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které mohou být snadno zahrnuty do registru služeb. Jako základní plat-
formu pro webové služby a jejich implementaci, včetně klientských aplikací,
je vhodné použít nástroj Apache Axis2 [32]. Ten slouží nejen jako samostatný
webový server, na který se jednotlivé webové služby mohou instalovat bez
nutnosti jeho restartování, ale umožňuje také přidat rozhraní webové služby
k existující aplikaci a vygenerovat zdrojové kódy (tzv. stubs) připravené pro
implementaci klientské aplikace, která přistupuje ke vzdáleným službám.
3.4 Simulátor jako služba v cloudovém prostředí
Protože celá simulační architektura prezentovaná v této práci je založená na
vzdáleném přístupu ke službám a směřuje k použití jednoduchých klientských
aplikací pro rozličné modelovací a simulační úkoly, je velmi podobná tzv.
cloudovému prostředí.
Samotný termín cloud se používá v souvislosti s ukládáním dat nebo
vzdáleným výpočetním výkonem či vzdálenou infrastrukturou. Cloudové pro-
středí bychom si mohli charakterizovat jako vzdálenou platformu, která nám
poskytuje nějakou službu či aplikaci, která neběží lokálně na našem počítači,
ale je celá (či z velké části) umístěna někde na internetu nebo ve vzdálených
datových centrech. Mezi hlavní výhody tohoto přístupu patří: škálovatel-
nost (rozšiřitelnost), neomezený vzdálený přístup ke službám bez závislosti
na použité platformě, jednoduché klientské aplikace s bohatými možnostmi a
funkcemi a snadná údržba, instalace, konfigurace a ovládání. Všechny výhody
cloudového prostředí a aplikací patří i mezi námi stanovené požadavky na si-
mulační architekturu. Takové prostředí je vhodnou platformou pro umístění
základních komponent celé architektury, tedy webových služeb.
4 Případová studie - systém pro řízení dopravy
V této případové studii byl navržen systém pro řízení dopravy na jednoduché
křižovatce, zobrazené na obrázku 8. Tento systém je schopen reagovat na
dopravní situaci a podle potřeby modifikovat své vlastní nastavení (časové
intervaly rozsvěcování jednotlivých semaforů). Pro rozhodnutí vhodného na-
stavení časových intervalů využívá sadu reflektivních simulací pro odhad své
budoucnosti a podle výsledků těchto simulací vybere nejvhodnější nastavení
a to aplikuje sám na sebe. Reflektivní simulace jsou spouštěny buď lokálně,
nebo vzdáleně za použití simulačních služeb.
Celý systém je modelován rozšířenými Petriho sítěmi s referencemi. Kři-
žovatka a model řízení dopravy byl inspirován příkladem prezentovaným v
[6], přičemž model byl dále rozšířen za účelem umožnění reflektivní simulace
a následné rekonfigurace. Ostatní modely - model dopravy a model řízení
simulace (na obrázku 9) byly vytvořeny autorem této práce.
Klíčovou aplikací pro tuto případovou studii je simulační nástroj Re-
new [4], [3]. Těsné provázání jazyku Java a Petriho sítí s referencemi nám
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Obrázek 8: Schéma křižovatky a její fázový plán průjezdu (obrázek byl pře-
vzat z [6])
usnadní implementaci simulační služby a umožní přístup ke vzdáleným služ-
bám přímo z Petriho sítí. Celý nástroj Renew byl použit jako jádro simulační
služby a pokud jej přidáme do simulační architektury, pak může sloužit jako
veřejný simulátor poskytující své služby vzdáleně přes síť.
Účelem této případové studie je představit funkční implementaci simu-
lační služby a knihovny modelů, jako základních komponent navrhované si-
mulační architekury. Na simulaci netriviálního modelu s použitím reflektivní
simulace se budeme snažit ukázat možnosti těchto služeb a ověřit je v praxi.
4.1 Detaily modelu
Model celého systému zahrnuje tři hlavní modely popsané Petriho sítěmi:
model dopravy, model reprezentující systém pro řízení dopravy and model
pro řízení simulace.
Model dopravy Jak je možné vidět na obrázku 8, doprava je rozdělena
na tři fáze. V první a třetí fázi jsou zahrnuty jen neblokující směry - V A,
V D, V B, V E, kdy vozidla mohou projíždět křižovatkou, aniž by si navzájem
dávaly přednost. V druhé fázi ve směru V C a V F však vozidla odbočující
doleva musí dávat přednost protijedoucím vozidlům. Přechody pro chodce
jsou vyznačeny jako PA, PB, PC, PD.
V Petriho síti modelu dopravy reprezentují značky vozidla. Každé vozidlo
buď čeká na průjezd křižovatkou, nebo právě projíždí křižovatkou. Vozidla
jsou generována podle exponenciálního rozložení se střední hodnotou, urče-
nou konfiguračním parametrem modelu. Každý jízdní pruh a každý směr má
přiřazený čas, který značí, dobu průjezdu křižovatkou pro jedno vozidlo. Část
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Obrázek 9: Model řízení simulace, včetně vnořených simulací
Petriho sítě slouží ke sběru statistik o provozu. To zahrnuje počet vozidel če-
kajících na průjezd křižovatkou v každém jízdním pruhu a počet vozidel,
které úspěšně projely křižovatkou v každé fázi. Pro získání této informace
jsou použity speciální typy hran - tzv. flexible arcs a clear arcs.
Model systému pro řízení dopravy Petriho síť reprezentující model
systému pro řízení dopravy se skládá ze dvou oddělených částí - synchro-
nizační a řídicí. Účelem synchonizační části modelu je synchronizace stavu
semaforů s modelem dopravy. Jinými slovy, synchronizační síť sděluje ak-
tivní fázi modelu dopravy. Řídicí část je hlavní část modelu. Modeluje řízení
dopravy pro všechny tři fáze pomocí signálních světel pro chodce a pro vozi-
dla. V každé fázi mohou křižovatkou projíždět pouze vozidla z odpovídající
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fáze v modelu dopravy. Chování celého řídicího systému je podmíněno tzv.
časovými plány, které obsahují časové intervaly po které svítí zelená světla
povolující průjezd či průchod pro jednotlivé směry v dané fázi.
Model řízení simulace Petriho síť na obrázku 9 slouží k řízení simulace
celého modelu, včetně reflektivních simulací. Dále slouží k nastavení a rekon-
figuraci modelu řídicího systému podle statistik z modelu dopravy a výsledků
reflektivních simulací. Celý model řízení simulace provádí tyto hlavní činosti:
1. Inicializuje model dopravy a model řídicího systému a má v sobě ulo-
ženy jejich reference.
2. Začíná simulaci
3. Sbírá a analyzuje data z modelu dopravy
4. Komunikuje se vzdálenými simulačními službami
5. Spouští sadu vnořených simulací svého vlastního modelu s odlišnou
konfigurací modelu pro řízení dopravy, popřípadě i modelu dopravy
6. Sírá a interpretuje výsledky vnořených simulací
7. Rekonfiguruje modelu systému řídícího dopravu podle výsledku vnoře-
ných simulací.
Protože Petriho sítě s referencemi v prostředí Renew mohou bez potíží
spolupracovat a komunikovat s programy v jazyce Java, je část modelu pro
řízení simulace implementována právě v Javě a tato implementace je použita
přímo v přechodových akcích. Dvě importované třídy (Util a Simcontrol) jsou
určeny pro analýzu dopravních dat a ke spuštění vzdálených reflektivních
simulací.
Model řízení simulace na počátku vytvoří instance sítí modelu dopravy a
modelu systému řídícího dopravu. Jejich reference jsou předávány napříč sítí
v proměnných pojmenovaných jako traffic a control. Tyto reference slouží
pro komunikaci s oběma sítěmi přes synchronní kanály. To je nutné např.
pro získání dopravních statistik.
Poté, co je model systému pro řízení dopravy inicializován a nakonfigu-
rován, začíná okamžitě řídit dopravu.
Model řídící simulaci periodicky sbírá statistiky, provádí jejich vyhodno-
cení a rozhoduje o tom, jestli je nutné změnit časové plány semaforů v modelu
řídícím dopravu. Cílem je vždy zlepšení dopravní situace a zvýšení množ-
ství vozidel projíždějících křižovatkou. Pokud rozhodovací algoritmus dojde
k závěru, že rekonfigurace je nutná, pak vygeneruje množinu svých vlast-
ních modelů-kandidátů s různými konfiguracemi a pro každý z nich spustí
vnořenou simulaci. Cílem těchto simulací je zjistit, zda-li daná konfigurace
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přinese nějaké zlepšení v krátké budoucnosti. Pro tyto simulace je možné po-
užít jednu nebo více služeb běžících lokálně nebo vzdáleně. Ze simulačních
výsledků je vybrán nejvhodnější kandidát a jeho konfigurace je použita pro
rekonfiguraci celého systému.
Model systému umožňuje nastavit i úroveň vnořených simulací a model
ve vnořené simulaci tak může snadno spustit vnořenou simulaci sebe sama,
přičemž i tento model může spustit další vnořenou simulaci.
4.2 Simulační nástroj Renew jako služba
Aby mohl model spustit reflektivní simulace vzdáleně, jak bylo popsáno v
předchozích kapitolách, je nutné mít k dispozici simulační službu. Pro tyto
účely jsme zvolili simulační nástroj Renew [4], [3], ze kterého jsme vytvořili
webovou službu umožňující vzdálenou simulaci. Lokální simulaci chápeme
jen jako speciální případ.
Operační logika služby spouští aplikaci Renew jako externí program, kte-
rému dodá potřebný model a počáteční konfiguraci pro spuštění simulace. V
případě, že jsou potřeba nějaké dodatečné knihovny, i ty musí služba dodat
tak, aby mohl být simulační model spuštěn. Tyto knihovny mohou být buď
dodány klientem zároveň s modelem, nebo mohou být získány z knihovny
modelů, popřípadě mohou být i předinstalované s aplikací Renew.
Aby bylo možné volat metody vzdálené webové služby, byly za pomocí
prostředku Axis2 (viz kapitola 3.3) vygenerovány základní třídy klientské
aplikace, která může být volána přímo z Petriho sítí s referencemi. Tímto
způsobem třída Util z modelu řídícího simulaci přistupuje k webové službě,
kde spouští novou simulaci.
Každá jednotlivá instance aplikace Renew může být integrována do simu-
lační architektury jako samostatná webová služba. Instalací do Axis2 serveru
a registrací v adresáři služeb se stane viditelnou pro vzdálené klienty, kteří
tak mohou standardním způsobem použít její veřejné metody pro simulační
účely.
5 Případová studie - genetické algoritmy
V rámci této případové studie si představíme DEVS reprezentaci genetic-
kého algoritmu, navrženého pro řešení potenciálně libovolné úlohy. Tato re-
prezentace byla převzata z [22], dále upravena a implementována v prostředí
SmallDEVS.
Vývoj genetických algoritmů zahrnuje experimentování s napsaným algo-
ritmem a s jeho parametry. V prostředí SmallDEVS je takový vývoj snadnější
než v jiném nástroji - změna algoritmu totiž v tomto případě nevede k nut-
nosti jeho restartu, ale může být prováděna za jeho běhu. Navíc je možné
kdykoli (i při spuštěné simulaci) vyměnit hlavní objekt reprezentující řešený
problém a začít tak řešit zcela jinou úlohu.
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Obrázek 10: GaDEVS - atomické komponenty
Tato případová studie používá interaktivní modelování a ověřuje mož-
nosti simulační služby, prezentační služby a knihovny modelů. Jádro simu-
lační služby zde tvoří nástroj SmallDEVS.
5.1 Detaily modelu
Model genetického algoritmu je implementován jako spojovaná komponenta,
která se skládá z několika atomických komponent uvedených na obrázku
10. Celý model je napojen na další komponentu, která je zodpovědná za
ukládání, zobrazení a zpracování simulačního výstupu generovaného při exe-
kuci modelu. Tato komponenta používá prezentační službu, která převádí
textový simulační výstup na jeho grafickou reprezentaci. Různé varianty mo-
delu genetického algoritmu byly v průběhu jeho vývoje ukládány ve vzdálené
knihovně modelů.
Nejdůležitějším objektem, který je předáván mezi komponentami je ob-
jekt reprezentující generaci, který obsahuje všechny jedince a hlavní para-
metry genetického algoritmu.
Komponenta InitCondition slouží k inicializaci a odstartování celého ge-
netického algoritmu. Spouští ostatní komponenty tím, že pošle hodnotu 1 na
svůj výstupní port označený jako startComponents. Komponenta GenPopu-
lation vytváří počáteční generaci a je použita pouze při startu genetického
algoritmu. FitnessAndSelection slouží k ohodnocení všech chromozómů v ge-
neraci. Některé z nich vybere pro křížení a označí je. Křížení a mutaci pak
vykonává CrossoverAndMutation. Komponenta StopCriterion vyhodnocuje
důležité informace o genetickém algoritmu a aktuální generaci a umožňuje
jeho zastavení.
Funkčnost výše popsaného modelu genetického algoritmu byla ověřena
při řešení tzv. Knapsack problému a na triviální úloze maximalizace počtu
jedniček v jednom bytu.
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Závěr
V této práci byly popsány požadavky na návrh a vývoj systémů založený na
modelování a simulaci. Byly představeny M&S techniky, které jsou vhodné
pro interaktivní vývoj systémů, přičemž hlavní důraz byl kladen na systémy
založené na diskrétních událostech. Tomu také odpovídá výběr modelova-
cích formalismů určených pro popis modelů v rámci této práce, kterými jsou
DEVS a Petriho sítě. Byly představeny používané simulační nástroje a dis-
kutovány jejich výhody a nevýhody. Jako hlavní nevýhody a překážky při
tvorbě modelů, jejich vývoji a simulaci byly identifikovány nekompatibilita
současných nástrojů, přílišná provázanost modelu a simulačního nástroje a
chybějící či nedostatečně používané standardy pro univerzální popis modelů.
Tyto nedostatky vedou k nemožnosti vytvářet znovupoužitelné modely, které
by bylo možné použít v rozdílných simulačních prostředích a je také prak-
ticky nemožné použít při vývoji více simulačních nástrojů aniž by bylo třeba
věnovat velké množství času zajištění kompatibility mezi používanými simu-
lačními nástroji a modely.
Jako řešení současných nedostatků byla navržena otevřená a modulární
simulační architektura založená na službách. Byly představeny její základní
komponenty a jako hlavní koncept byl popsán simulátor jako služba (SaaS).
Navržená architektura byla porovnána s existujícími simulačními architek-
turami, které byly shledány jako nedostatečně obecné nebo koncepčně zasta-
ralé. Dále byl také představen nový univerzální jazyk DEVS Meta Language,
určený pro popis modelů včetně simulačního prostředí, které jej podporuje.
Tento jazyk tvoří hlavní výrazový prostředek pro výměnu modelů mezi si-
mulačními službami a stal se inspirací pro podobný jazyk, nazvaný DEVS
Meta Language, který má tendence stát se unznávaným standardem.
Použití celé architektury pro vzdálený návrh a simulaci modelů zalo-
žených na diskrétních událostech bylo demonstrováno na dvou případových
studiích. V jedné studii byla představena implementace simulační služby, kde
byl existující simulační nástroj Renew upraven pro použití v rámci simulační
architektury, aby mohl pracovat jako vzdálená simulační služba. Díky tomu
bylo možné vytvořit model dopravního řídicího systému pro jednoduchou
křižovatku, který pomocí reflektivní simulace (vzdálené a třeba i několika-
úrovňové) je schopen reagovat na změnu v dopravní situaci a provést svou
rekonfiguraci. V druhé případové simulaci byl představen model obecného
genetického algoritmu určeného pro řešení teoreticky libovolného problému.
Celý model byl vyvíjen a simulován interaktivním způsobem za pomocí ná-
stroje SmallDEVS. V této studii byly ověřeny další důležité komponenty celé
architektury, kterými jsou transformační a prezentační služba.
Celý koncept simulační architektury založený na službách by mohl být
předmětem dalšího výzkumu a zasluhoval by širší ověření a popřípadě i další
rozšíření. Jednoduchá rozšiřitelnost rozhraní jednotlivých služeb v rámci celé
architektury je v tomto případě výhodou. Zcela jistě by další pozornost za-
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sluhovalo umístění jednotlivých služeb do cloudového prostředí za účelem
snížení nákladů na údržbu a dosažení lepší škálovatelnosti. Samostatným
výzkumným celkem by mohlo být multiparadigmatické modelovaní za pou-
žití simulačních služeb či použití architektury pro verifikaci modelů a vývoj
samostatných verifikačních služeb. Distribuovaná simulace s podporou webo-
vých služeb a podpora vývoje distribuovaných modelů, popřípadě modelů
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