In many cases robots are connected wirelessly with a file server and often with one another, either directly, or via the file server. The network connections form a subnet where the router has the static IP address visible to the outside world and the server along with the robots form a subnet with local IP addresses. Often however, each robot has its own static IP address. In addition, each robot has a NIC card and a unique NIC address, as well as other hardware identifiers depending on the functionality and complexity of the robot. The non-electronic part of the robot hardware usually represents mature technology that has been understood for a long time. The electronic hardware has evolved to the point that the embedded software can provide the needed intelligence for the robot to perform sophisticated tasks previously performed by one or more human beings. However, in previous research emphasis has been placed on the tasks performed by the robots, neglecting any security issues or liabilities that may arise due to lack of security. In this paper, we provide an algorithm for secure key management, and secure communication in an insecure wireless and noisy environment in which the robots operate.
Introduction
Wireless channels suffer from noise interference. To alleviate the interference and also increase the security, we use an appropriate frequency modulation and a proper authentication, key management and secure transmission strategy. There is no question that the robot vision and intelligence components are very important in robotics and automation. However, communication is also important and in all communications today, security is critical. How often do IT people connect a new router which has a default username "admin" and default password "admin"? They then proceed to do all the necessary passwords to secure access to their network but forget to change the default "admin", "admin". Thus teenage hackers from far away places surfing the network experiment with "admin", "admin" and easily manage to get into the network with administrative privileges which means that they have access to all files and accounts in the file servers of the network, and administrative privileges to change accounts, download files, delete files and be as destructive as they please. The security argument just made might sound rare, but we believe it is very common and responsible for many hacking events in both private industry as well as government agencies. In many places, the fax machine, and as mentioned the robot, or robots, are part of the network, yet no security has been provided for them. Thus, an easy entry to the network for the hacker is available via the fax machine or robots. It is very entertaining to hear that one of the robots of a very popular car company one day instead of painting the cars was painting all over the place because it was under the influence of a hacker attack. It is also entertaining to hear that one day while a Hollywood movie maker was shooting a movie with multiple cameras, the cameras all of a sudden started rotating erratically due to the fact that a teenager hacker using a random IP address, by coincidence, accessed to the camera network and was trying different commands without knowing anything about the type of network he was dealing with. When the network personnel of the Hollywood company traced the hacker they came across a teenager with a computer and an Internet connection. Many robots today are doing very important jobs and are often connected to many important networks. Thus, robots and networks need to be protected. In this paper, we provide a key distribution strategy that provides protection against "man in the middle attacks", provides authentication, and for short communications uses elliptic curves with our own coefficients and with ElGamal, whereby it transmits the secure message along with a new key each time. For long communications, again we use elliptic curves with our own coefficients and ElGamal to pass the session key securely and with one of the sixteen primitive polynomials to use in order to create our own very potent variation of the Advanced Encryption Standard (AES) in order to encrypt data for a long session. Parts of this data could be stored in secure databases or transmitted securely to other networks. At midnight each night, the robot computes a new set of public keys and private keys using the 1024 bit RSA used as part of our system. Each robot keeps the secret private key in a secure file and publishes its public key in the public key database of the file server. In every communication between two robots or a robot and the file server, the one that wants to initiate the communication has to authenticate itself and convince the other party that they are who they say they are. This is the same way as when we are about to make a transaction and the other party is asking us to prove that we are who we say we are by showing ID and other pertinent official proofs. One of the common authentication mechanisms we use to send a key to the other party is to first define the message digest algorithm and a random number to be used. In addition, we include the NIC address and other pertinent hardware identification numbers. Then we encode this information using the public key of the other party and then encode the new message using the private key of the party sending the message. The receiving party verifies the secret information of the sending party by checking this against a secret table available to each robot about each of the robots in the network. The receiving party acknowledges receipt by sending back its hardware information including its NIC address, pertinent hardware information, hashing all of this information with the agreed upon message digest algorithm, and then using the other party's public key, and the sending party's private key. The receiving party uses the sending party's public key, its own private key, then uses the agreed upon hash algorithm to check that the message digest is the one that came in the message. Notice that our authentication is different than the one used by Secure Socket Layers (SSL) and Transport Layer Security (TLS) in the networks. In addition, the key management and key exchange process, as well as the session key, are idiosyncratic to our secure robot network communication. The session encryption algorithm is also our own variation of the AES, using one of the sixteen primitive polynomials of degree eight as opposed to the irreducible polynomial used by the AES. The flow of the algorithm is exactly the same as the AES, however the s-boxes are different. In our lab, we use AES for transmission of lengthy instruction signals between two robots or a robot and server.
Background Information
Robotics and automation is a large area of research and development which will continue to grow exponentially every year with applications in many areas including medicine, aeronautics, manufacturing, agriculture, law enforcement, libraries, banking systems, security, the military, the shipping industry, the entertainment industry, restaurant businesses, transportation, etc. Robots and automation can be all software, hardware-software or software-hardware-software. Examples of all software are sophisticated systems interacting with customers, guiding them through the process to complete a transaction. The system is often a successful replacement of a trained human being that previously performed the operation. An example of a hardware-software robot is the Boeing robot that specializes in painting aeroplanes. It used to take a group of many painters many hours to paint an aeroplane. Now the robot can do a better job in a few minutes. An example of a software-hardware-software robot is the advanced e-commerce places that are capable of fulfilling customer orders very intelligently and extremely quickly. The process works as follows: the customer gets on the web-presence of the e-commerce company. The software system dealing with the customer recognizes if the customer is a repeat customer or a new customer based on the information kept in the database. If the customer is a repeat customer, the system has a great deal of information about the customer based on previous transactions and information that has been gathered from social media, search engines, public records and many other Internet sources. Thus, the system more likely knows the age, sex, marital status, educational background, salary, place of employment, birthday, likes and dislikes, nationality, credit information, and many other related information that a typical salesperson could not possibly have. The software interface provides a friendly environment for the customer to successfully place the order, and in addition to that provides suggestions and recommendations based on the intelligence and the information about the customer's likes or dislikes, or what the people the customer buys for like or dislike. Once the transaction is complete and the customer has used their credit card and successfully paid the bill, then the order information is passed on to a robot that moves very fast in the aisles of the warehouse going from one bin to the next, taking from each bin the items that the customer requested and placing them into a box large enough to hold all the items the customer requested.Notice that based on the items ordered the robot has to make the correct box(es) choice(s) to place them in. After the order is placed in the box(es), the robot shields the box(es) and places the label just generated by the computer along with the proper stamp. Finally the box(es) are placed in the loading area ready to be loaded in the truck. Automation has simplified many processes that were previously difficult to provide at the same level of performance from one person to the next. A perfect example is a passenger aeroplane today. The pilot (captain or co-captain) taxis the aeroplane to the runway following the ground control instructions, sets the destination in the computer and from there the computer can fly the aeroplane and land it at the destination, going around bad weather, avoiding other aircraft en-route, and avoiding mountains on the way. All this automation is achieved with hardware-software systems that host the intelligence. In our sophisticated world in which different parts are manufactured in different countries, and wireless communication provides easy access to devices remotely and also via the Internet, it is very possible that a chip performing a critical task could have a "back door" that communicates with the manufacturer of the chip. A perfect example is a manufacturer of an electronic board designed to control the mixture of fuel and air (oxygen) who could communicate wirelessly with the board to interfere with the process and cause the helicopter to crash. Although our statement is more academic than real, yet is not unreasonable. There are many other automated processes that could be hacked and disasters could happen, many of them are extremely critical including our electrical and water systems. This is the reason why security in robot communication is paramount. Our security system is embedded in our hardware and is performed by our special purpose FPGA with 2048 long registers for integer multiplication, addition and modulo arithmetic. The FPGA performs 1024 bit RSA, elliptic curve encryption with ElGamal for short message exchange, all the operations associated with authentication, and our variation of AES based on all sixteen eight degree primitive polynomials and the corresponding s-box computations. Our system has higher complexity and therefore better security than the Secure Socket Layers (SSL) system and the Transport Layer Security (TLS) system typically used in network security.
Customized Security Provides Secrecy and Security
Secrecy is one of the fundamental elements of security.
Secrecy at every level provides better security. Wireless communication between robots [1][2][3][4]
[5] provides a security challenge. For laboratories and industrial establishments with a few robots performing critical tasks, we recommend recomputing the private-public keys of the RSA [6] [7] [8] with an off-line computer and then transfer the pertinent information to the file server using a flash drive and that only authorized and trusted personnel have access to the file server. The table of public keys should be stored in the file server, and the software engineer in charge of security should transfer via a storage medium such as a flash drive to the corresponding robot. Each robot has a NIC address, along with many hardware numbers. Each hardware number is a unique JTAG number associated with an electronic board designed to perform a task. For example, an electronic board containing a sensor such as a camera, or ultrasound, could be designed with a JTAG having a unique 128-bit number. Thus, every robot has a unique NIC address and a unique vector of JTAG numbers. The length of the vector of JTAG numbers might vary depending on the tasks the particular robot is designed to perform. Every robot has a secret private key and a table of records of keys. The number of records is as many as the robots in the subnet or network plus one more for the file server. Each record contains the NIC address, the IP address, of each robot plus each JTAG of the JTAG vector of each robot. The record for the file server contains the NIC address of the file server, the IP address of the file server, and identifier numbers of the motherboard. When robot-i needs to send a long message to robot-j, with our method there is no need for the security handshake. Our process is as follows: 1. robot-i composes the message. 2. robot-i computes the message digest using a sha-2 algorithm. 3. robot-i uses its private key to encrypt the message digest. 4. robot-i forms its certificate which includes its NIC-address, IP-address and the vector of JTAG-numbers. 5. robot-i generates a random 512-bit random number and uses 128-bits from it as a key along with our variation of the AES, described below, to encrypt the file containing the original message, the encrypted message digest and the certificate. 6. robot-i encrypts the 512-random number with robot-j's public key. 7. robot-i attaches the encrypted 512-bit-random number to the encrypted message and sends to robot-j. When robot-j receives the message it proceeds as follows: 1. It uses its private key to decrypt the 256-random number. It uses that number to extract the 128-bit session key, the primitive polynomial to be used, and the variation of the AES to be used, as explained in more detail below in this section. 2. Once the algorithm is decided, then the algorithm is used with the session key and the message is decrypted, as well as the message digest and the certificate file. 3. Robot-j checks the certificate with the robot-i record to verify that the information from the certificate file matches with the information from the record of robot-i. 4. If the authentication is verified, then the encrypted message digest is decrypted using robot-i's public key. 5. Once the message digest is decrypted, then the robot-i recomputes the message digest and compares its computed message digest with the received message digest to verify that the message was not intercepted and altered.
The Advanced Encryption Standard (AES) uses the eight degree irreducible polynomial
This polynomial is used for the computations of the s-boxes used in the byte sub-phase, the mix column transformation and key expansion phase. We do not use this particular irreducible polynomial in our variation of AES, instead we use one of the sixteen primitive polynomials of degree eight. These primitive polynomials are:
The way our session encryption algorithm works is as follows: starting with the 512-bit random number, we scan each block of nine bits until the first nine bits match with the coefficients of one of the above sixteen primitive polynomials. The first block of nine bits matching with the coefficients of one of the sixteen primitive polynomials selects the primitive polynomial to be used. The 128-bit key is selected from the 128-bits of the 512-bit random number, starting with the bit after the block of nine-bits that selected the primitive polynomial. The 128-bits are selected in a cyclic fashion, meaning that if we reach the last bit when we scan the 512-bit random number, then we continue into the 0th bit and beyond until we select all the 128 bits needed for the initial key. To demonstrate how this works consider the following example.
Example: Assume that the 512 random-bit number up to bit 367 did not produce a nine-bit block that represents all of the coefficients of any of the above primitive polynomials. Assume also that starting with bit 368 the 512-random bits are: 1110011111011100010100011110010011110101111111000110 0001101110110001111001111111100001010111111000110011 00110000111010100011100111100111110001101. Thus, starting with bit 368, bits 368-376 are: 111001111 which are the coefficients of the primitive polynomial x 8 + x 7 + x 6 + x 3 + x 2 + x + 1 and bits 377-504 which are: 101110001010001111001001111010111111100011000011011 101100011110011111111000010101111110001100110011000 01110101000111001111001111 constitute the 128-bit random key.
Notice that if there is no match of a block of nine-bits as we come to the last of 512 bits, then we cycle back. Thus, there are 57x8 total searches of blocks of nine bits. The probability for an arbitrary nine-bit block to match with any of the coefficients of the sixteen primitive polynomials is: p = 16 512 = 1 32 . Thus, the probability for no match after all the possible 456 scans is q = p 456 = ( 1 32 ) 456 . Although the probability of all the scans to result in no match is zero for all practical purposes, if there is no match then we select the primitive polynomial x 8 + x 4 + x 3 + x 2 + 1, and the 128-bit key are the first 128-bits out of the 512 random bit generated. The steps of the AES are followed as described by the algorithm.
Those steps are the BYTESUB TRANSFORMATION, SHIFTROWS TRANSFORMATION, MIXCOLUMNS and ADDROUNDKEY TRANSFORMATION. The third out of four of these transformations (the first two and the last one), use the chosen primitive polynomial. Thus, the BYTESUB TRANSFORMATION is using the primitive polynomial to compute the S-Box 16x16 byte array, and also the inverse S-Box 16x16 byte array. Notice that for each session we compute all the needed parameters and store them temporarily until the encoding of the message is finished or until the decoding of the message is finished, depending if the robot is the sender or the receiver. In the MIXCOLUMNS TRANSFORMATION, we use the selected primitive polynomial for the needed matrix and inverse matrix operations. Finally for ADDROUNDKEY, in each round we use our selected primitive polynomial instead of using the irreducible polynomial of the AES. For short messages, we use elliptic curve encoding with 256-bit positive integers. The elliptic curves are of the form y 2 = x 3 + ax + b. The a and b are chosen so that 4a 3 + 27b 2 = 0. This condition is necessary and sufficient for the elliptic curve not to be singular. An elliptic curve with parameters a, b is denoted by E(a,b). The advantage of using elliptic curves is that their mathematical complexity is much higher than all the other key exchanges and encryption algorithms, including the RSA and Diffie-Hellman. The table below shows the cryptoanalysis equivalence between the RSA and elliptic curve cryptography. Thus, we see that an elliptic curve encoder E(a,b) with the coefficients a, b satisfying the non-singularity condition, and 224-bit modular arithmetic is equivalent to 2048-bit RSA algorithm. In addition, when the elliptic curve key-size is 512 bits that is equivalent to 15,360-bit RSA.
Size-n in bits for
Size-n in bits Elliptic curve cryptography for RSA  112  512  160  1024  224  2048  256  3072  384  7680  512 15360 Table 1 . Key sizes and cryptoanalysis equivalence
In order to understand how our secure short message communication between robots works, we introduce the fundamentals of elliptic curves and elliptic curve encoding. An elliptic curve is the set E of solutions (x,y) in RxR to the equation y 2 = x 3 + ax + b together with a special pointÓ called the point at infinity. The condition 4a 3 + 27b 2 = 0 is necessary and sufficient to ensure that the equation x 3 + ax + b = 0 has three distinct roots which may be real or complex. If 4a 3 + 27b 2 = 0, then the corresponding elliptic curve is called a singular elliptic curve. If E is a non-singular elliptic curve, then we define a binary operation over E which makes E into an abelian group. This operation is usually denoted by addition. The point at infinityÓ will be the identity element, so P +Ó =Ó + P = P∀P ∈ E(a, b)
Let P, Q ∈ E(a, b) where P = (x 1 , y 1 ), Q = (x 2 , y 2 ) We consider three (3) cases:
Case 2.
x 1 = x 2 and y 2 = −y 1 P + Q =Ó or (x, y) + (x, −y) =Ó therefore (x, -y) is the inverse of (x, y) Case 3.
Where p is a 512 bit prime number. Let g be a point g = (x 1 , y 1 ) on an elliptic curve then the order n of the point g is the smallest positive integer n such that ng is equal to the point at infinity, which is also the zero point. For robot-i to initiate a short messaging dialogue with j, first robot-i generates a random number n i < n this is a new private key for robot-i. Robot-i computes a new public key p i = n i * g. Robot-i then encrypts the NIC address, IP address, and JTAG-vector using the RSA private key of robot-i, forming the signed authentication message. Then it encrypts the public key p i , the chosen point g, the message to be sent, and the authentication message using robot-j's public key. When robot-j gets the message, it uses the RSA private key of robot-j to recover the public key p i , and the message to be sent. After that it uses the public key of robot-j to authenticate robot-i. Once robot-i is authenticated, robot-j generates a random number n j < n, and a public key p j = n j * g. Then robot-j uses the p i = n i * g which is robot-i's public key to compute the key k = n j * p i . Then robot-j encrypts the message m to be transmitted to robot-i by adding n j * p i . Thus the ciphertext is C = m + n j * p i . Robot-j encrypts its authentication, which includes: the NIC address, IP, and JTAG vector of robot-j, using robot-j's RSA private key. It encrypts robot-j's public elliptic key p j = n j * g, the encrypted message, and the signed authentication information with robot-i's public RSA key. Once robot-i receives the message, it uses its private RSA to recover robot-j's elliptic public key, the encrypted message, and robot-j's signed authentication message. It uses robot-j's public key to decode robot-j's authentication information, compares that with robot-j's information in tje database and if it is true proceeds to decrypt the ciphertext C by subtracting n i * p j , thus the message m = C − n i * p j . From there on continuing communication between robot-i and robot-j no longer includes the RSA. It includes strictly the elliptic curve encryption.
Conclusion
Wireless communication is subject to noise. Unlike analogue wireless transmission that has limited ways of dealing with noise, digital transmission uses forward error correction and automatic repeat requests to provide pristine signal quality. In addition, wireless communication is vulnerable to the "man in the middle" type of attacks.
Here we described two different schemes for robot to robot communication, or robot to file server communication, or file server to robot communication, that make communication very safe. The algorithms we describe do not have many of the vulnerabilities that the SSL and TLS schemes have today for channel, file server and workstation security. Our algorithms use a new authentication scheme which includes the JTAG numbers of the various hardware boards of the robot. The vector of JTAG numbers does not have the same number of elements and depends on the hardware architecture and the sophistication of the robot. Nonetheless, each JTAG number is unique. Hence a vector consisting of several JTAG-numbers provides a strong identification appropriate for use for authentication during communication. Our method does not use the security handshake scheme used by TLS and SSL, our authentication, key management and session key processes are very compact and very secure. For relatively large transmission, we use the RSA, with our authentication, message digest with digital signature, and session key distribution. The message encryption uses the AES framework, but instead of using the AES irreducible eight (8) degree polynomial, we use one of the sixteen (16) eight (8) degree primitive polynomials that we developed for our algorithm to compute. For short message exchange, for the first two (2) exchanges we use the RSA and the elliptic curve cryptography with a 512 bit prime number and our own parameters a,b. After the first two (2) transactions we use an ElGamal scheme with public key private key elliptic curves and elliptic curve encoding for the message encoding.
