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Anotace 
 
Práce se zabývá návrhem koncepce správy vzdáleného PC s mezilehlým 
prvkem, která umožňuje, aby ovládaný počítač nemusel mít veřejnou IP adresu 
a k jeho ovládání nebylo ani nutné jeho IP adresu znát. 
Navržený systém využívá HTTP protokolu k transportu příkazů a odpovědí. 
Centrální mezilehlý prvek je webový server s podporou PHP stránek, který 
spolupracuje s MySQL databázovým serverem využitým jako centrální datové 
úložiště. Pomocí PHP skriptů se přes webové rozhraní ukládají do MySQL 
databáze příkazy. Na cílovém PC je spuštěn program v jazyce C++, který 
přebírá, zasíláním dotazů na PHP stránky webového serveru, vyslané příkazy a 
odesílá na ně odpověď. 
Struktura byla navrhnuta s ohledem na možnost využití systému více uživateli 
najednou, kdy každý ovládá jiný koncový počítač pod unikátním loginem a 
heslem. S ohledem na toto je řešena kontrola přihlášení více uživatelů pod 
jedním loginem a heslem a automatické odhlašování uživatele při nečinnosti. 
Nad rámec základního cíle práce byla řešena možnost použití grafického 
uživatelského rozhraní jako nástavby nad navrženým systémem. Uživatel tak 
může získat komfort v podobě zobrazení aktuálního snímku monitoru 
vzdáleného PC a přístup k funkcím myši a klávesnice, které jsou softwarově 
emulovány. Vytvořením nového samostatného datového kanálu pro přenos 
snímků vzdáleného monitoru se také otvírá možnost přenášet mezi ovládaným 
a ovládacím PC obousměrně soubory. 
 
Klíčová slova: vzdálená správa veřejná IP adresa multiuživatelský 
  
Abstract 
 
The subject of the thesis is to design a concept of remote PC administration 
with intermediate unit, which allows the controlled computer not to have the 
public IP address. We don’t need to know its IP address at all, to take control 
over it. 
The designed system uses HTTP protocol to transport commands and replies. 
Central intermediate unit is the web server with PHP scripting, which 
cooperates with MySQL database server; the central data store. The 
commands are stored into MySQL database via web interface using PHP 
scripting. The target PC is running program in C++ language, which receives 
the commands by querying the PHP pages on web server, and sends the 
replies on them. 
The structure was designed as multi user system. Each user controls different 
target computer using unique login and password. In consideration of this is not 
allowed to use one login for two users at the same time and the users are 
automatically logged off in case of inactivity. 
As extra feature, not part of project’s main object, was designed the graphical 
user interface as add-on to the existing system, giving the user actual print-
screen of target computer’s monitor. Also the mouse and keyboard functions 
are software-emulated. By creating the new autonomous data channel for 
screen pictures transfer, the new opportunity for bidirectional file transfer 
between controlling and controlled PC is opened. 
 
Keywords: remote administration public IP address multiuser 
 
Seznam použitých zkratek 
 
ARP – Address Resolution Protocol 
C++ – programovací jazyk 
DHCP – Dynamic Host Configuration Protocol 
DNS – Domain Name System 
FTP – File Transfer Protocol 
GUI – Graphical User Interface 
hash –funkce přetvářející vstupní data na výstup pevně daných parametrů 
HTML – HyperText Markup Language 
HTTP – HyperText Transfer Protocol 
ICMP – Internet Control Message Protocol 
IGMP – Internet Group Management Protocol 
IP – Internet Protocol 
md5 – Message-Digest algorithm 5 
MySQL – relační databáze 
PC – Personal Computer 
PHP – PHP: Hypertext Preprocessor 
PID – Process IDentificator 
POP3 – Post Office Protocol 3 
RFC – Request For Comments (řada standardů) 
sFTP – secure File Transfer Protocol 
SMTP – Simple Mail Transfer Protocol 
tag – symbol užívaný v jazyce HTML 
TCP – Transmission Control Protocol 
TCP/IP – Transmission Control Protocol Protocol/Internet protokol 
TELNET – TELecommunication NETwork 
UDP – User Datagram Protocol 
URL – Uniform Resource Locator 
 
  
-1- 
 
1.  Úvod 
 
Vzdálená správa PC je možnost obsluhy počítače bez osobního kontaktu 
s jeho vstupními ovládacími prvky. Často je dále vyžadována zpětná vazba 
pro kontrolu správnosti provedených činností. 
 
V praxi se využívá programová emulace vstupních zařízení: myš a 
klávesnice. Zpětná vazba je poskytována formou programového snímání 
aktuálního výstupu na obrazovku ovládaného počítače, přenášení tohoto 
výstupu transportní sítí (například ve formě posloupnosti statických 
obrazových snímků) a jeho následného zobrazení na monitoru ovládajícího 
počítače (viz Obr. 1). 
 
Obr. 1 – Obecný mechanismus vzdálené správy PC 
A – ovládací počítač; B – ovládaný počítač 
 
 
Možnost v reálném čase obsluhovat myš a klávesnici vzdáleného počítače 
a sledovat aktuální obrazový výstup, zobrazovaný na monitoru ovládaného 
počítače, také na monitoru počítače ovládajícího, je ideálním případem, 
který umožňuje obsluze stejný komfort, jaký má osoba, která daný počítač 
ovládá lokálně připojenými periferiemi. Tento způsob má velké nároky na 
šířku pásma a propustnost transportní sítě mezi počítači a je realizován 
použitím speciálního programového vybavení instalovaného na obou 
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počítačích. Uvedené řešení je také nejuniverzálnější, protože poskytuje 
možnost ovládat všechny funkce ovládaného PC. 
 
Pro administraci většího počtu počítačů, případně automatizované 
provádění operací na vzdálených počítačích, je vhodnější použít 
terminálové spojení se vzdáleným počítačem. Pomocí příkazového řádku 
lze na ovládajícím počítači vkládat příkazy, které se na počítači ovládaném 
vykonají, a zpráva o jejich průběhu je poté odeslána zpět k ovládajícímu 
PC. Není nutné v každém okamžiku vidět výstup na monitor vzdáleného 
počítače. Z hlediska přehlednosti a snadnosti použití je důležitá jen zpráva 
o tom, že byl daný příkaz přijat ke zpracování a s jakým výsledkem byl 
následně zpracován. 
 
V rámci této práce bude prostudován mechanismus předávání zpráv mezi 
aplikacemi bez přímého navázání spojení mezi nimi. Konkrétně funkce 
protokolu HTTP a jeho využití v aplikacích typu PHP a C++. Základem 
uvažované koncepce je aplikace v jazyce C++, spuštěná na vzdáleném PC, 
která si z centrálního datového úložiště, přístupného přes Internet, zjišťuje, 
je-li po ní vyžadováno vykonávání příkazů na hostitelském počítači. Přijetí 
příkazů potvrdí zanecháním odpovědi na příkaz v datovém úložišti. Druhá 
polovina koncepce se skládá z aplikace v jazyce PHP, běžící na webovém 
serveru na Internetu a centrálního datového úložiště MySQL na stejném 
serveru (v ideálním případě). Přes webové rozhraní je volána aplikace 
v jazyce PHP, která generuje HTML kód webové stránky, určené k ukládání 
příkazů do MySQL databáze a zobrazování zde uložených odpovědí. Toto 
řešení lze dále doplnit o možnost přenesení jednoho snímku aktuálního 
výstupu na monitor vzdáleného počítače na centrální webový server a jeho 
zobrazení v HTML stránce generované PHP aplikací; případně přenesení 
jiného libovolného souboru z pevného disku vzdáleného počítače (nebo 
opačným směrem). 
 
Největší výhodou uvažované realizace je, že ovládaný i ovládací počítač je 
libovolný počítač, který má přístup k Internetu, a veškerá komunikace 
probíhá na stejném principu, jako základní služba sítě Internet, prohlížení 
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webových stránek (výjimkou je přenos souborů, kdy je vytvořen samostatný 
datový kanál sFTP). Dále není nutné znát IP adresu žádného zúčastněného 
počítače ani serveru (hostname serveru je uložen ve zdrojovém kódu 
aplikace „natvrdo“). Navázání spojení lze provést jen pomocí jména a hesla 
pro přístup do společného centrálního datového úložiště. 
 
Obr. 2 – Struktura uvažovaného řešení vzdálené správy 
A – ovládací počítač; B – ovládaný počítač 
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2.  Architektura TCP/IP 
 
Celý význam slova TCP/IP je Transmission Control Protocol/Internet 
Protocol (primární transportní protokol – TCP/protocol síťové vrstvy - IP). 
Síťová komunikace je rozdělena do tzv. vrstev, které jsou určeny hierarchií 
činností. Tento model je zaveden z důvodu složitosti jednotlivých problémů, 
které s sebou nese síťová komunikace. Každou z dílčích problematik lze tak 
řešit samostatně a mezi vrstvami se vyměňují jen přesně definované 
zpracované informace. Tato architektura umožňuje změnu, nebo úplnou 
výměnu protokolu na jedné vrstvě bez dopadu na vrstvy ostatní a 
komunikaci jako celek. Každá vrstva využívá služeb nižší vrstvy a poskytuje 
své služby vrstvě vyšší. 
 
 
 
Obr. 3 – Architektura TCP/IP 
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Architektura TCP/IP je členěna do 4 vrstev [1]: 
• aplikační vrstva (application layer) 
• transportní vrstva (transport layer) 
• síťová vrstva (network layer) 
• vrstva síťového rozhraní (network interface) 
 
2.1  Vrstva síťového rozhraní 
 
Jedná se o nejnižší vrstvu architektury TCP/IP. Umožňuje přístup 
k fyzickému médiu. Je specifická pro konkrétní implementovanou síť 
(Ethernet, Token ring, FDDI, X.25) 
 
2.2  Síťová vrstva 
 
Jejím hlavním úkolem je adresace a směrování paketů v síti. Používá 
protokoly: IP, ARP, ICMP, IGMP... Tuto vrstvu obsahují všechny prvky sítě 
(stejně jako vrstvu síťového rozhraní, která je nutná pro fyzický přenos 
informací). 
 
2.3  Transportní vrstva 
 
Jde již o vrstvu z vyšší skupiny vrstev architektury TCP/IP. Je 
implementována jen v koncových zařízeních sítě (počítačích). Umožňuje 
přizpůsobit chování sítě potřebám aplikace (je podřízená aplikační vrstvě). 
Poskytuje spojované, spolehlivé (protokol TCP), či nespojované, 
nespolehlivé (protokol UDP), transportní služby. 
 
2.4  Aplikační vrstva 
 
Účelem vrstvy je poskytnout aplikacím (procesům) přístup ke 
komunikačnímu systému. Aplikační protokoly využívají vždy alespoň jednu 
ze dvou základních služeb transportní vrstvy: TCP nebo UDP. Mohou však 
(a často tomu tak je) využívat i obě zároveň (např. protokol DNS pro 
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překlad doménových jmen na IP adresy). Pro rozlišení aplikačních 
protokolů se používají tzv. porty. Porty jsou užívány na transportní vrstvě a 
slouží k jednoznačnému určení aplikace, pro kterou je určen přijatý datový 
blok (síťová vrstva provádí adresaci jen na základě rozlišení jednotlivých 
počítačů, respektive jejich síťových rozhraní). Každé síťové spojení je 
jednoznačně určeno IP adresou (síťová vrstva) a číslem portu (transportní 
vrstva) + navíc ještě typem transportního protokolu (TCP nebo UDP). Tato 
dvojice (zapisovaná za sebou s použitím dvojtečky jako oddělovače) se 
nazývá „soket“. 
Např.: 192.168.1.1:21 (IP adresa počítače v lokální síti a port označující FTP server). 
 
Protokoly používané na aplikační vrstvě: 
• DNS – překlad doménových jmen na IP adresy 
• DHCP – dynamické přidělování IP adres 
• FTP – přenos souborů 
• POP3, SMTP – příjem a odesílání elektronické pošty 
• TELNET – terminálový protokol 
• HTTP – přenos hypertextových dokumentů 
 
Poslední zmíněný protokol bude dále našim středem pozornosti. 
 
3.  Protokol HTTP 
 
Hyper Text Transfer Protocol je primárně určen pro výměnu hypertextových 
dokumentů ve formátu HTML [2], [3], [4]. V dnešní době však díky 
rozšířením umožňuje přenos i jiných typů dat. Obvykle používá port TCP/80 
(případně TCP/8080 jako záložní). Protokol vychází z architektury klient – 
server. Klient posílá žádosti a server na tyto žádosti odesílá odpověď. 
 
V současné době existuje HTTP ve verzích 0.9, 1.0 a 1.1. Formát žádosti a 
odpovědi se v jednotlivých verzích odlišuje. 
 
HTTP verze 0.9 používá pouze metodu GET.  
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Syntaxe: 
GET /url_adresa 
Na tuto žádost odpoví server odesláním obsahu souboru „url_adresa“ zpět 
ke klientovi. 
 
HTTP verze 1.0 již používá více metod než jen prosté GET. 
Obecná syntaxe je tedy: 
metoda /url_adresa HTTP/1.0 
hlavičky 
Na tuto žádost odpoví server: 
HTTP/1.0 stavový_kód stavové_hlášení 
hlavičky 
 
obsah souboru „url adresa“ 
 
HTTP verze 1.1 dále rozšiřuje syntaxi verze 1.0. 
Přidává některé nové hlavičky a zavádí povinně hlavičku: 
Host: www.server.cz 
To umožňuje provozovat více virtuálních webových serverů přístupných 
přes jednu IP adresu a jeden port. Každá adresa URL je přesně vztažena 
k určitému virtuálnímu serveru (v tomto případě www.server.cz). 
 
Používané metody HTTP jsou: 
• GET 
• HEAD 
• POST 
• PUT 
 
GET – vypíše informaci určenou URL adresou 
HEAD – identický s GET, ale nedojde k vypsání samotného těla výstupní 
informace, ale jen k výpisu META informací, obsažených 
v hlavičkách, a HTTP verze. 
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POST – odesílá uživatelská data na server, s předanými daty je poté 
nakládáno podobně jako v případě předání dat v URL metodou 
GET. 
 
Používané stavové kódy a stavová hlášení: 
• 1xx – informační 
• 2xx – úspěšné zpracování žádosti 
např.: 200 OK 
• 3xx – přesměrování 
• 4xx – chyba na straně klienta 
např.: 404 Not Found 
• 5xx – chyba serveru 
např.: 503 Service Unavailable 
 
Nejdůležitější hlavičky jsou: 
• Content-Type – typ přenášených dat 
• text/html 
• image/jpg 
• Location – užíváno se stavovými kódy 3xx – přesměrování 
 
4.  PHP 
 
Název PHP je zajímavou rekurzivní zkratkou ze slov: PHP: Hypertext 
Preprocessor [5], [6]. Jde o skriptovací jazyk užívaný především pro tvorbu 
dynamických internetových stránek. 
 
Klasické internetové stránky pracují tak, že na webovém serveru je uložen 
soubor s příponou *.htm, či *.html. Klient, webový prohlížeč, vznese 
metodou GET /stranka.htm dotaz na zobrazení obsahu souboru 
„stranka.htm“ ve webovém prohlížeči. 
 
Na webovém serveru může však být umístěn soubor s příponou (například) 
*.php a webový prohlížeč může žádat jeho zobrazení metodou                
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GET /stranka.php. V takovém případě se na webovém serveru nejprve 
pomocí PHP Hypertext Preprocessoru provede zpracování všech příkazů 
jazyka PHP umístěných v souboru „stranka.php“. Všechny příkazy jsou 
nahrazeny svoji výslednou hodnotou a výstupem je již například standardní 
stránka ve formátu HTML. Její obsah je však proměnný a dochází k jeho 
znovugenerování při každém volání souboru „stranka.php“ webovým 
prohlížečem. 
 
Příklad obsahu standardního HTML souboru: 
<http> 
  <head> 
    <title>Testovací stránka</title> 
  </head> 
 
  <body> 
    Testovací stránka 
  </body> 
</http> 
 
Příklad obsahu PHP souboru: 
<http> 
  <head> 
    <title>Testovací stránka</title> 
  </head> 
 
  <body> 
    Náhodné číslo od 2 do 3:<?php echo rand(2, 3); ?> 
  </body> 
</http> 
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Tučně zvýrazněná část ve zdrojovém kódu bude, před zobrazením ve formě 
odpovědi na klientskou žádost, nahrazena náhodným číslem z rozmezí        
< 2 ; 3 > a výstup odeslaný ke klientovi, který vygeneroval žádost, bude 
tedy vypadat například takto: 
<http> 
  <head> 
    <title>Testovací stránka</title> 
  </head> 
 
  <body> 
    Náhodné číslo od 2 do 3: 2.6 
  </body> 
</http> 
 
Tento příklad je jednoduchou demonstrací geniální kompatibility 
dynamických PHP stránek se statickým formátem HTML. 
 
4.1  PHP – předávání proměnných 
 
Url adresa určující cílovou HTML stránku nebo cílovou PHP stránku, jejíž 
obsah má být zobrazen jako odpověď, nemusí nést pouze informaci o 
adrese webového serveru, o portu, na kterém běží a o souboru, který je 
předmětem zájmu. Může specifikovat také různé proměnné a jejich 
hodnoty, které mají být předány PHP stránce ke zpracování. 
 
Příklad plné url adresy: 
http://www.server.cz:80/stranka.php?cislo_a=2&cislo_b=3 
 
Tato adresa zajistí předání proměnných „cislo_a“ a „cislo_b“ (a jejich 
hodnot) do skriptu „stranka.php“ na server „server.cz“, bezici na portu 
TCP/80 (defaultní port). 
 
Parametr zasílaný skriptu v adrese při volání webové stránky na serveru je 
ale nejprve potřeba přetvořit do správného formátu. 
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Při zasílání speciálních znaků, např. diakritiky, anebo symbolů, které mají 
svůj samostatný význam (např. "+" značí v internetovém odkaze mezeru), 
je potřeba všechny znaky, které mohou způsobit problém, nahradit unikátní 
kódovou kombinací, která je automaticky na webovém serveru dekódována 
(při použití stejné znakové sady); případně je potřeba provést na přijímací 
straně ještě konverzi z jedné znakové sady do druhé. 
 
Tab. 1 – Zástupné kódové kombinace textových znaků 
znak % ;
kód 25% %3B
znak ! \ # $ & ' ( ) * + , ‐ .
kód 21% 22% 23% 24% 26% 27% 28% 29% %2A %2B %2C %2D %2E
znak / : < = > ? @ [ \ ] ^ _ `
kód %2F %3A %3C %3D %3E %3F 40% %5B %5C %5D %5E %5F 0,6
znak { | } ~ Ą ˘ Ł ¤ Ľ Ś § ¨ Š
kód %7B %7C %7D %7E %A1 %A2 %A3 %A4 %A5 %A6 %A7 %A8 %A9
znak Ş Ť Ź Ž Ż ° ą ˛ ł ´ ľ ś ˇ
kód %AA %AB %AC %AE %AF %B0 %B1 %B2 %B3 %B4 %B5 %B6 %B7
znak ¸ š ş ť ź ˝ ž ż Ŕ Á Â Ă Ä
kód %B8 %B9 %BA %BB %BC %BD %BE %BF %C0 %C1 %C2 %C3 %C4
znak Ĺ Ć Ç Č É Ę Ë Ě Í Î Ď Đ Ń
kód %C5 %C6 %C7 %C8 %C9 %CA %CB %CC %CD %CE %CF %D0 %D1
znak Ň Ó Ô Ő Ö × Ř Ů Ú Ű Ü Ý Ț
kód %D2 %D3 %D4 %D5 %D6 %D7 %D8 %D9 %DA %DB %DC %DD %DE
znak ß ŕ á â ă ä ĺ ć ç č é ę ë
kód %DF %E0 %E1 %E2 %E3 %E4 %E5 %E6 %E7 %E8 %E9 %EA %EB
znak ě í î ď đ ń ň ó ô ő ö ÷ ř
kód %EC %ED %EE %EF %F0 %F1 %F2 %F3 %F4 %F5 %F6 %F7 %F8
znak ů ú ű ü ý ț ˙
kód %F9 %FA %FB %FC %FD %FE %FF
© ® ™ [m
%26%23169; %26%23174; %E2%84%A2 20%
ezera]
 
(zdroj: tabulka vygenerována vlastní PHP funkcí) 
 
Podle bezpečnostních doporučení prosazovaných v období posledních 
několika let se k proměnným, předaným uvedeným způsobem, přistupuje 
v PHP přes tzv. super globální proměnnou $_GET. 
 
Příklad zdrojového kódu PHP stránky „stranka.php“ z příkladu výše: 
<http> 
  <head> 
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    <title>Stránka s proměnnými</title> 
  </head> 
 
  <body> 
   
  <?php echo $_GET[‘cislo_a’]; ?> krát  
  <?php echo $_GET[‘cislo_b’]; ?> rovná se 
  <?php echo ($_GET[‘cislo_a’]* $_GET[‘cislo_b’]); ?> 
 
  </body> 
</http> 
 
Výsledek zpracování PHP stránky „stranka.php“ z příkladu výše: 
<http> 
  <head> 
    <title>Stránka s proměnnými</title> 
  </head> 
 
  <body> 
   
  2 krát 3 rovná se 6 
 
  </body> 
</http> 
 
Délka textu odeslaného v parametru, jakožto i samotná délka URL adresy 
není však v standardizaci RFC obsažena a nelze tak garantovat, kolik 
znaků v parametru je možno zaručit přenést. Zatímco některé webové 
prohlížeče podporují i tisíce znaků, jiné bohužel pouze stovky. Z toho plyne 
značné omezení při používání programu založeném na předávání 
parametrů metodou GET. 
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4.2  PHP – přístup k MySQL databázím 
 
PHP nabízí řadu funkcí pro přístup k serverům MySQL a na nich uloženým 
databázím. Výčet nejdůležitějších je následující: 
• mysql_connect(server, jmeno, heslo) – vytvoří spojení se serverem 
• mysql_select_db(jmeno_databaze) – nastaví určenou databázi 
• mysql_query(dotaz) – pošle na server MySQL dotaz 
• mysql_num_rows(vysledek_dotazu) – vrací počet výsledků dotazu 
• mysql_fetch_assoc(vysledek_dotazu) – načte výsledný řádek do 
asociativního pole 
 
Příklad zdrojového kódu PHP pro přístup k MySQL databázi: 
<?php 
  mysql_connect(localhost, ‘root’, ‘root’); 
  mysql_select_db(‘testovaci’); 
  mysql_query(‘set names cp1250‘); 
  $result=mysql_query(‘select * from tabulka‘); 
   
  for($i=0;$i<mysql_num_rows($result);$i++) 
  { 
     $radek=mysql_fetch_assoc($result); 
     print_r($radek); 
  }; 
?> 
 
Tímto jednoduchým kusem kódu by se provedlo přihlášení k MySQL 
serveru běžícím na stejném počítači jako webový server (bývá tomu tak 
většinou) se jménem a heslem „root”, zvolení databáze „testovací“ a 
nastavení znakové sady na windows cp_1250. Následuje příkaz pro zaslání 
dotazu na vypsání celého obsahu tabulky s názvem „tabulka“ a cyklus „for“ 
jazyka PHP, kterým se projde výsledek dotazu řádek po řádku a obsah 
asociativního pole pro každý řádek se vypíše v přehledné podobě příkazem 
„print_r()“. 
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5  MySQL 
 
Je multiplatformní databázový systém oblíbený především ve spojení 
s webovým serverem Apache a stránkami PHP [7], [8], [9]. Podle informací 
uváděných výrobcem, švédskou společností MySQL AB, má tento systém 
na kontě již přes 10 milionů instalací, což svědčí o jeho velké oblíbenosti a 
hojném použití. 
 
Nejpoužívanější příkazy jazyka jsou: 
• create – vytváří nové databáze a tabulky 
• alter – upravuje existující tabulky 
• select – volí, jaká data mají být zobrazena 
• delete – maže záznamy z tabulek 
• insert – vkládá nové záznamy do tabulek 
• update – upravuje existující záznamy v tabulkách 
• drop – maže celé tabulky nebo databáze 
 
5.1  MySQL – výpis záznamů z tabulek 
 
Jak již víme, k zobrazení dat slouží příkaz „select“. Jeho syntaxe je 
následující: 
SELECT [polozky] 
AS [alias] 
FROM [tabulky] 
WHERE [omezujici_kriteria] 
ORDER BY [polozka_pouzita_ke_trideni] 
LIMIT [offset, pocet_radku] 
 
Pomocí hodnot klauzule „where“ lze také nastavit kriteria propojení dvou a 
více tabulek do jednoho společného výpisu. 
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5.2  MySQL – editace a výmaz záznamů z tabulek 
 
Pro editaci záznamu v tabulce slouží příkaz „update“: 
UPDATE [tabulka] 
SET [polozka]=[hodnota] 
WHERE [omezujici_kriteria] 
ORDER BY [polozka_pouzita_ke_trideni] 
LIMIT [offset, pocet_radku] 
 
K vymazání záznamu z tabulky je vhodný příkaz „delete“: 
DELETE from [tabulka] 
WHERE [omezujici_kriteria] 
ORDER BY [polozka_pouzita_ke_trideni] 
LIMIT [offset, pocet_radku] 
 
5.3  MySQL – vytvoření a výmaz tabulky 
 
Novou tabulku jednoduše vytvoříme příkazem „create“, jehož syntaxe je: 
CREATE TABLE [tabulka] ( 
[polozka] [datovy_typ],  
[polozka] [datovy_typ] 
) 
 
Za „datový typ“ lze dosadit např. následující klíčová slova: 
• TEXT – textový řetězec o maximální délce 65,535 znaků 
• VARCHAR – textový řetězec o maximální délce 255 znaků 
• TINYINT – číslo -128–127, nebo 0–255 (UNSIGNED) 
• INT – číslo -2147483648–2147483647, nebo 0–4294967295 
• FLOAT – číslo s pohyblivou řádovou čárkou. 
 
Je-li potřeba smazat celou tabulku, pak poslouží příkaz „drop“: 
DROP TABLE [tabulka] 
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6  Praktická realizace základního komunikačního řetězce 
 
Pro přenos dat mezi ovládaným a ovládacím počítačem použijeme 
popsaný transportní protokol HTTP a využijeme výhod dynamických 
webových stránek s vnořenými PHP skripty pro propojení ovládající a 
ovládané aplikace s centrálním datovým úložištěm. Pro tento účel 
navrhneme tabulku MySQL, do které budeme přes PHP přistupovat. Na 
ovládaném počítači spustíme aplikaci napsanou v jazyce C++, která, 
přes vestavěnou komponentu webového prohlížeče, bude komunikovat 
s centrální PHP aplikací, potažmo centrálním MySQL datovým úložištěm. 
Z druhé strany (ze strany ovládacího počítače) budeme přistupovat 
přímo přes libovolný webový prohlížeč na PHP stránky na centrálním 
webovém serveru. Přes tyto stránky budeme přímo ukládat příkazy do 
MySQL databáze, odkud si je bude, pomocí HTTP protokolu a PHP 
skriptů, stahovat C++ aplikace na ovládaném počítači (viz již uvedený 
Obr. 2). 
 
6.1  Centrální datové úložiště 
 
Jako centrální datové úložiště budou využity tabulky MySQL databáze. 
Nejprve vytvoříme databázi s názvem “remote”, do které budeme ukládat 
tabulky obsahující potřebná data: 
 
CREATE DATABASE `remote` DEFAULT CHARACTER SET cp1250 
                        COLLATE cp1250_czech_cs; 
 
Pro zachování možností multiuživatelské koncepce, budeme potřebovat 
tabulku se seznamem registrovaných uživatelů a jejich přístupovými 
hesly. Bude obsahovat unikátní číslo uživatele v systému „ID“, jeho 
„LOGIN“ a otisk „HESLA“ (tzv. md5 hash): 
 
CREATE TABLE `HESLA` ( 
       `ID` INT UNSIGNED NOT NULL AUTO_INCREMENT , 
-17- 
 
       `LOGIN` VARCHAR( 100 ) NOT NULL , 
       `HESLO` VARCHAR( 32 ) NOT NULL , 
        PRIMARY KEY ( `ID` )  
); 
 
 
Obr. 4 – Tabulka „HESLA“ databáze „remote“ 
 
Přes uživatelské „ID“ je na tuto tabulku navázána tabulka s názvem 
„ULOZISTE“, která obsahuje vyslaný „PRIKAZ“, vyslanou „ODPOVED“ 
na něj a příslušný čas provedení operace, „DATUM“: 
 
CREATE TABLE `ULOZISTE` ( 
             `ID` INT UNSIGNED NOT NULL , 
             `PRIKAZ` TEXT NOT NULL , 
             `ODPOVED` TEXT NOT NULL , 
             `DATUM` INT NOT NULL , 
              UNIQUE (`ID`) 
); 
 
 
Obr. 5 – Tabulka „ULOZISTE“ databáze „remote“ 
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6.2  Centrální server + ovládací aplikace 
 
Roli centrálního prvku zastává v naší koncepci webový PHP server. Ten 
obsahuje definiční PHP soubor „db.php“ umožňující přístup k MySQL 
databázi, který využívají všechny dílčí PHP skripty. 
 
Obsah skriptu pro připojení k MySQL databázi z PHP, „db.php“: 
<?php 
 
   $link=mysql_connect("localhost", "root"); 
   //server localhost znamená, že MySQL server 
   // běží na stejném serveru, login: root, bez hesla 
 
   mysql_select_db("remote"); 
   //připojení k databázi „remote“ 
   
   mysql_query("SET NAMES cp1250"); 
   //české kódování 
  
?> 
 
Z ovládacího počítače se přistupuje přes webový prohlížeč k PHP 
stránce „remote.php“. Tato využívá obsahu skriptu „db.php“ k napojení 
na MySQL server. Zajišťuje autorizované přístupy do databáze, vkládání 
příkazů do tabulky „ULOZISTE“ a čtení odpovědí zapsaných aplikací z 
ovládaného počítače. 
 
Po spuštění máme možnost vyplnit login a heslo nutné k ověření, jsou-li 
příkazy od uživatele, který má potřebné přístupové údaje k ovládané 
aplikaci. Dále lze pak samozřejmě vyplnit textový řetězec reprezentující 
příkaz vyslaný k ovládanému počítači. 
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Obr. 6 – Úvodní obrazovka stránky „remote.php“ 
 
Při správném vyplnění přístupových údajů a zaslání příkazu informuje PHP 
stránka uživatele o úspěšném provedení: 
 
 
Obr. 7 – Stránka „remote.php“, úspěšně odeslaný příkaz 
 
PHP skript načte z databáze uložený md5 hash hesla a porovná jej se 
s heslem zaslaným přes formulář, jak je vidět z následujícího útržku 
zdrojového kódu: 
 
... 
$HESLA=mysql_query("select ID, HESLO from HESLA where 
                    LOGIN=\"". $_POST['login'] ."\""); 
$HESLA=mysql_fetch_assoc($HESLA); 
   
if(md5($_POST['heslo'])==$HESLA['HESLO']) 
{//autorizovany pristup 
... 
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Po ověření loginu a hesla je odeslaný příkaz zapsán do tabulky 
„ULOZISTE“. Ještě je však ověřeno, zda není v tabulce u příslušného 
uživatele zapsaný již nějaký příkaz, na který ještě nepřišla odpověď: 
      
... 
$result=mysql_query("select count(ID) from ULOZISTE 
                     where ( (ID=". $HESLA['ID'] 
                     .")and(ODPOVED=\"\") )"); 
$result=mysql_fetch_row($result); 
 
if($result[0]) 
{ 
   $odpoved="predchozi prikaz jeste nebyl proveden!"; 
}else{ 
 
   mysql_query("update ULOZISTE set PRIKAZ=\"". 
                $_POST['prikaz'] ."\", DATUM=". time() 
               .", ODPOVED=\"\" where (ID=". 
               $HESLA['ID'] .")" ); 
  
   $odpoved="prikaz: \"". $_POST['prikaz'] ."\" byl 
             odeslan ke zpracovani"; 
 
}; 
... 
 
Dále lze zobrazit odpověď na odeslaný příkaz. Jestliže zobrazujeme 
odpověď ve chvíli, kdy ještě žádná od ovládaného počítače nepřišla, pak 
nás o tom informuje varovné hlášení: 
 
... 
$result=mysql_query("select ODPOVED, DATUM from 
         ULOZISTE where ( (ID=". $HESLA['ID'] .") )"); 
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$result=mysql_fetch_assoc($result); 
     
if(!@$result['ODPOVED']) 
{ 
   $odpoved="prikaz jeste nebyl proveden"; 
}else{ 
   $odpoved=$result['ODPOVED'];     
}; 
... 
 
 
Obr. 8 – Stránka „remote.php“, neúspěšné zobrazení odpovědi 
 
 
Obr. 9 – Stránka „remote.php“, odpověď na příkaz je: „potvrzuji“ 
 
Dále se na webovém serveru nacházejí PHP stránky „prikaz.php“, na 
tuto stránku se připojuje ovládaná aplikace, aby zjistila příkazy, které jsou 
pro ni určeny, a „odpoved.php“, která slouží k odeslání odpovědi na 
přijatý příkaz zpět k ovládacímu počítači. 
Na straně ovládaného počítače i na centrálním webovém serveru se opět 
provádí ověření platnosti zadaného loginu a hesla, ale navíc je přidaná 
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rozšířená generace md5 hashe na obou stranách, které jsou 
porovnávány v PHP skriptu: 
 
... 
if($_GET['hash']==md5($_GET['log'] . $HESLA['HESLO'] . 
                  $_GET['cas']) 
{//požadavek ověřen 
... 
 
Jak je vidět, tak hash je generován i z časového údaje, což zajistí 
proměnlivost hashe i pro stejného uživatele a stejný příkaz. 
 
Po ověření uživatele je odeslán do ovládané aplikace na prvním řádku 
stavový kód: 1 – úspěch, 0 – neúspěch, na druhém řádku čas vyslání 
příkazu a od třetího řádku dál je obsažen samotný příkaz. Pět pomlček 
(„-“) na začátku a na konci je použito k přesnému nalezení této 
definované struktury na přijímací straně. Webový server totiž kvůli 
kompatibilitě může vkládat do odpovědi například údaj o verzi, nebo 
základní HTML tagy. 
 
-----<?php echo "1\n" ?> 
<?php echo Date("H:i:s d.m.y", $result['DATUM']). 
                                         "\n"; ?> 
<?php echo $result['PRIKAZ']; ?>----- 
 
6.3  Ovládaná aplikace 
 
V aplikaci napsané v jazyce C++ ve vývojovém prostředí Borland C++ 
Builder 6, pomocí komponenty „CppWebBrowser“ z palety „Internet“, 
zobrazíme výsledek volání stránek „prikaz.php“  a „odkaz.php“ a tento 
výsledek v textové podobě po řádcích zpracujeme s využitím znalosti 
významu jednotlivých řádku (status, čas, obsah příkazu). 
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Obr. 10 – Okno aplikace v jazyce C++ na ovládaném počítači 
 
Stejným způsobem je pomocí volání stránky „odpoved.php“ zpět zaslána 
odpověď. 
 
Tvorba md5 hashe je rozšířena o zahrnutí prvních pěti znaků ze zasílané 
odpovědi: 
... 
if($_GET['hash']==md5($_GET['log'] . $HESLA['HESLO'] . 
   $_GET['cas'] . substr($_GET['odpoved'], 0, 5))) 
{ 
... 
 
Jsou zavedeny ochrany, které umožňují zobrazit chybové hlášení v případě, 
že není k dispozici žádný nový příkaz a je o něj žádáno, a když je odesílána 
odpověď a nebyl vyslán žádný příkaz. 
 
 
Obr. 11 – Aplikace na ovládaném počítači, neodeslaná odpověď 
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Obr. 12 – Aplikace na ovládaném počítači, odeslaná odpověď 
 
7  Aplikace pro vzdálenou správu PC 
 
Jednoduchá varianta přenosu příkazů a odpovědí  poskytla základ pro 
rozšíření programu o další požadované funkce, které již nebudou ničím 
jiným než složitějšími variantami příkazů a odpovědí na ně. Navíc byla 
struktura navrhnuta s ohledem na možnost využití systému více uživateli 
najednou, kdy každý ovládá jiný koncový počítač pod unikátním loginem a 
heslem. Tento systém byl dále rozvinut o kontrolu vícenásobného 
přihlášení. 
 
Byly upraveny hodnoty systémových stavových kódů: 
• -1 – chyba autentizace a autorizace 
•  0 – chyba po úspěšné autentizaci a autorizaci 
•  1 – celkový úspěch 
 
Nad rámec základního cíle práce byla implementována možnost použití 
grafického uživatelského rozhraní jako nástavby nad navrženým systémem. 
Uživatel tak může získat komfort v podobě zobrazení aktuálního snímku 
monitoru vzdáleného PC a přístup k funkcím myši a klávesnice, které jsou 
softwarově emulovány. Vytvořením nového samostatného datového kanálu 
pro přenos snímků vzdáleného monitoru se také otvírá možnost přenášet 
mezi ovládaným a ovládacím PC obousměrně soubory. 
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7.1  Software na cílovém počítači 
 
Zjišťování existence nových příkazů na centrálním serveru a přebírání jejich 
obsahu bylo na straně ovládaného počítače plně zautomatizováno. Po 
přijetí nového příkazu je tento zpracován a 1 sekundu po ukončení jeho 
zpracování je odeslán dotaz na existenci nového příkazu. Při nedostupnosti 
webové stránky, ze které jsou stahovány příkazy, zkouší program její 
dostupnost každých 5 sekund. 
 
Jako nové parametry, při volání stránky s příkazem i stránky pro odeslání 
odpovědi, byly přidány: 
• local_ip – IP adresa nastavená na síťové kartě 
• local_jmeno – jméno počítače v síti 
• rozliseni – rozlišení monitoru a bitová hloubka barev 
• os – jméno operačního systému 
• pamet – zbývající a celková dostupná paměť RAM 
• cpu – vytížení procesoru 
• cas – lokální čas 
 
 
Obr. 13 – Software na cílovém počítači, dotaz na nový příkaz 
B – ovládaný počítač; S – centrální server 
-26- 
 
 
Obr. 14 – Software na cílovém počítači, odeslání odpovědi 
B – ovládaný počítač; S – centrální server 
 
Přidáním nových parametrů při každém volání jsme zajistili možnost 
nepřetržitého automatického zobrazení základních stavových informací o 
cílovém počítači. Tyto údaje jsou obnovovány při každém zjištění existence 
nového příkazu (i když žádný nový k dispozici není) i při odeslání odpovědi. 
 
U některých experimentálních nadstandardních funkcí je po přijetí příkazu 
otevřen nový samostatný datový kanál zároveň s odesláním odpovědi na 
provedený příkaz. Jedná se o funkce zajišťující obousměrný transport 
souborů mezi počítači a o funkci přepravující aktuální snímek monitoru 
cílového počítače na centrální server. Přenos jakýchkoli dat datovým 
kanálem pomocí sFTP nelze garantovat; je spoléháno na volání externího 
freeware programu psftp.exe. 
 
Při stahování souboru z cílového počítače, je zaslán požadavek na datový 
přenos na cílový počítač; ten odpoví potvrzením a velikostí daného souboru 
v odpovědi. Je otevřen datový kanál pomocí freeware programu psftp.exe. 
Data jsou protokolem sFTP přenesena na server. Na webovém serveru je 
po celou dobu přenosu kontrolována velikost zasílaného souboru a je 
zobrazován stav přenosu. Po přenesení celého souboru je tento v novém 
okně otevřen (nutno mít ve webovém prohlížeči vypnuté blokováni otevíraní 
nových oken). 
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Při nahrávání souborů na cílový počítač je soubor z ovládacího PC odeslán 
přes webové rozhraní na server a poté je zaslán požadavek na cílový PC, 
aby zahájil přenos souboru protokolem sFTP ze serveru do daného 
umístění. 
 
 
Obr. 15 – Software na cílovém počítači, nový datový kanál 
B – ovládaný počítač; S – centrální server 
 
7.2  Software na centrálním serveru 
 
Na centrálním webovém serveru byla přidána možnost registrace nového 
uživatele a celý systém byl zabezpečen proti vícenásobnému přihlášení 
uživatelů pod jedním loginem z různých IP adres. S tím je spojeno i 
automatické odhlašování uživatelů při nečinnosti (po 60-ti sekundách), aby 
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se neblokovala možnost přihlášení pro ostatní uživatele využívající stejný 
login. 
 
Pokud není příkaz zpracován do 60-ti sekund po jeho vyslání, pak je příkaz 
anulován. V takovém případě totiž pravděpodobně není spuštěn software 
na cílovém počítači. 
 
Aplikace odmítne zaslat příkaz k cílovému počítači a zpracovat odpověď od 
něj, pokud požadavek přišel z jiné IP adresy než požadavek poslední 
(pokud došlo k odhlášení uživatele, pak se paměť IP adresy nuluje; nebo 
také při 60-ti sekundové nečinnosti). 
 
 
Obr. 16 – Software na serveru, přihlášení, provoz a odhlášení 
S – centrální server; A – ovládací počítač 
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8  Návod k obsluze 
 
Optimální konfigurace ovládaného PC: 
• Windows XP Professional service pack 2 
• Procesor 2GHz 
• RAM 512MB 
• Povolený odchozí provoz na TCP port 80 (a TCP i UDP port 22) 
 
Software pracovat na výrazně nižší konfiguraci, nelze však 100% 
garantovat funkčnost. Povolený port pro sFTP je volitelný. Dojde pouze 
k dysfunkci nadstandardních služeb. 
 
Při prvním datovém přenosu využívajícím externí freeware aplikaci 
psftp.exe je nutné v otevřeném okně programu potvrdit uložení klíče 
serveru stiskem klávesy „y“ v konzolovém okně aplikace psftp.exe. Pokud je 
již klíč uložen v registrech cílového PC, pak probíhá přenos automaticky. 
 
Optimální konfigurace ovládacího PC: 
• Windows XP Professional service pack 2 
• Procesor 2GHz 
• RAM 512MB 
• Povolený odchozí provoz na TCP port 80 
• Microsoft Internet Explorer 7 nebo Mozilla Firefox 3.0 
 
Seznam použitelných příkazů: 
• help – vypíše standardně použitelné příkazy 
• ? – stejné jako help 
• ip – IP adresa cílového PC 
• hostname – jméno cílového počítače v síti 
• resolution – šířka, výška a bitová hloubka monitoru 
• os – operační systém 
• memory – dostupná / celková RAM v MB 
• time – Unixové časové razítko 
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• restart – restartuje cílový počítač za 30 sekund 
• shutdown – vypne cílový počítač za 30 sekund 
• abort – zruší vypínání a restartování 
• procesy – vrátí PID a název všech spuštěných procesů 
• kill <PID> –  ukončí proces určený číslem v parametru <PID> 
• run <PATH> – spustí program určený cestou <PATH> 
• disky – přiřazená písmena disků 
• adresare <PATH> – adresáře v dané cestě <PATH> 
• soubory <PATH> – soubory v dané cestě <PATH> 
• get <PATH> – pomocí protokolu sFTP stáhne soubor <PATH> 
• put <PATH> – pomocí protokolu sFTP odešlě soubor <PATH> 
• screenshot – stáhne soubor s aktuálním snímkem monitoru 
 
speciální příkazy 
• mouse <X> <Y> <DLMR> - klikne na souradnice <X> <Y>     
parametr <DLMR>: D-double klik, L-levý klik, M-prostřední klik,       
R-pravý klik 
• keyboard <KLAVESA> <Kod01> - simuluje stisk <KLAVESA>           
pokud je <Kod01> roven 0, pak je <KLAVESA> převedena textově 
na odpovídající klávesu; je-li roven 1, pak je <KLAVESA> převedena 
na speciální klávesu (např: VK_LWIN = levá klávesa Windows) 
 
Oddělovačem pro parametry je mezera. Podporovány jsou až 3 parametry. 
Další mezery jsou brány jakou součást parametru 3. Výjimkou jsou funkce: 
run, get, put. Mají pouze jeden parametr a mezera zde není brána jako 
oddělovač nikdy. 
 
Příkazy get, put a screenshot využívají samostatného datového kanálu 
pomocí freeware programu psftp.exe a protokolu sFTP. Je spoléháno na 
volání externího software a funkčnost těchto příkazů tedy nelze nijak 
garantovat. 
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U příkazu put je systémem automaticky přidán na serveru druhý parametr, 
který nese velikost odesílaného souboru. Cílový počítač tak předem zná 
velikost souboru, který je mu zasílán (v současné verzi tato výhoda není 
prozatím využita). 
 
8.1  Software na cílovém počítači 
 
Aktuální verze software Remote 0.9 beta je ke stažení na primární adrese 
centrálního serveru: http://remote.otruba.eu. 
 
Po spuštění software vyplníme login a heslo (pro testovací účely: login: 
pokus, heslo: pokus) a jsme informováni o stavu spojení na server o 
úspěchu ověření údajů a výsledku automatického zjištění dostupných 
příkazů. V levé části je nám k dispozici časové razítko serveru z doby 
zpracování poslední odpovědi a na jaký příkaz bylo odpovídáno. 
 
 
Obr. 17 – Software na cílovém PC 
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8.2  Software pro vzdálenou správu 
 
Po zadání primární adresy centrálního serveru http://remote.otruba.eu do 
webového prohlížeče se zobrazí přihlašovací obrazovka systému vzdálené 
správy. 
 
 
Obr. 18 – Úvodní obrazovka software pro vzdálenou správu 
 
Zde se lze přihlásit s existujícím loginem a heslem, nebo registrovat údaje 
nové. Po registraci jsou pro uživatele vytvořeny záznamy v tabulkách 
centrálního úložiště a je vytvořena složka s jeho jménem v adresáři "/usr". 
Vytvoření této složky nemusí být úspěšné. Záleží na oprávněních, jaká má 
na webovém serveru nastavena uživatel, pod jehož účtem jsou 
zpracovávány webové dotazy. Do této složky jsou ukládány soubory při 
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obousměrné datové komunikaci (upload.upl, download.dwn) a snímek 
plochy cílového PC (plocha.jpg). 
 
Při pokusu o přihlášení s neplatnými údaji jsme systémem varováni. 
 
Obr. 19 – Pokus o neplatné přihlášení 
 
Po vyplnění platných údajů jsme přihlášení do systému. 
 
Obr. 20 – Úspěšné přihlášení, neaktivní software na vzdáleném PC 
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Obr. 21 – Úspěšné přihlášení, aktivní software na vzdáleném PC 
 
Odhlásit ze systému se lze klepnutím v pravém horním rohu na jméno 
přihlášeného uživatele. 
 
Okno příkazů v centrální části je obnovováno každé 2 sekundy. Pokud je 
nad oknem kurzor, je obnovování pozastaveno a máme tak možnost 
nahlédnout posuvníkem do historie a prostudovat zpracovávané příkazy. 
Jsou zobrazovány pouze příkazy zpracované za posledních 300 sekund. 
 
Levé okno se základními informacemi o cílovém PC je obnovováno každou 
1 sekundu. 
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Po stisku tlačítka procesy je otevřeno nové okno se seznamem procesů, 
které umožňuje komfortní ukončení procesu. 
 
 
Obr. 22 – Okno se spuštěnými procesy 
 
Po stisku tlačítka dir je otevřeno nové okno s adresářovou strukturou, které 
umožňuje komfortní spouštění aplikací na cílovém PC a upload i download 
souborů do a z aktivní složky. 
 
 
Obr. 23 – Okno s adresářovou strukturou 
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Experimentálně je k dispozici po stisku tlačítka GUI Grafický Uživatelský 
Interface. 
 
 
Obr. 24 – Okno s Grafickým Uživatelským Interfacem 
 
Po spuštění GUI je odeslán příkaz screenshot. Cílový PC odpoví 
potvrzením tohoto příkazu a zašle velikost vytvořeného souboru 
plocha.jpg. Z cílového PC se soubor přenese na webový server 
protokolem sFTP do uživatelského adresáře. Na webovém serveru je 
kontrolována velikost souboru plocha.jpg. Až velikost souboru dosáhne 
zaslané velikosti, pak je obrázek zobrazen. Po načtení obrázku ve 
webovém prohlížeči je znovu zaslán příkaz screenshot. 
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Příkaz není GUI zaslán, pokud je již v databázi uložen jiný příkaz, který 
ještě nebyl zpracován. Předchází se tak blokování fronty příkazů a je 
umožněno zpracování uživatelských příkazů i během spuštěného GUI. 
 
Výběrem zvoleného typu kliknutí myši a klikem na snímek monitoru 
cílového počítače, se odešle příkaz pro kliknuti daného typu na dané 
souřadnice. Klikem na tlačítko s textovým označením klávesy na klávesnici 
nebo vyplněním znaku do textového políčka, dojde k odeslání 
příkazu pro událost stisku klávesy na klávesnici cílového PC. 
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9  Závěr 
 
V rámci této bakalářské práce byla navržena a realizována koncepce 
správy vzdáleného PC s mezilehlým prvkem, která umožňuje, aby ovládaný 
počítač nemusel mít veřejnou IP adresu a k jeho ovládání nebylo ani nutné 
jeho IP adresu znát. 
Těchto cílů bylo dosaženo pomocí HTTP protokolu k transportu příkazů a 
odpovědí, mezilehlého webového serveru s podporou PHP stránek, MySQL 
databázového serveru a programu v jazyce C++, který přebírá, zasíláním 
dotazů na PHP stránky webového serveru, vyslané příkazy a odesílá na ně 
odpověď. 
Struktura byla navrhnuta s ohledem na možnost využití systému více 
uživateli najednou, kdy každý ovládá jiný koncový počítač pod unikátním 
loginem a heslem. S ohledem na toto je řešena kontrola přihlášení více 
uživatelů pod jedním loginem a heslem a automatické odhlašování 
uživatele při nečinnosti. 
Nad rámec základního cíle práce bylo vyřešeno použití grafického 
uživatelského rozhraní jako nástavby nad navrženým systémem, kdy 
uživatel získá komfort v podobě zobrazení aktuálního snímku monitoru 
vzdáleného PC a přístup k funkcím myši a klávesnice, které jsou softwarově 
emulovány. Vytvořením nového samostatného datového kanálu pro přenos 
snímků vzdáleného monitoru se také otevřela možnost přenášet mezi 
ovládaným a ovládacím PC obousměrně soubory.  
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