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Tämän opinnäytetyön tavoitteena oli suunnitella ja toteuttaa mobiilipeliin koko 
graafinen sisältö. Grafiikkaan kuuluu valikot, animaatiot, hahmot, pelimaailma 
sekä tehosteet. Peli kehitettiin Goodkind Oy:n nimissä, joka on ICT-tiimiyrittäjien 
perustama yritys. 
Grafiikan kehityksessä huomioitiin optimointi käyttämällä tekniikoita, jotka 
minimoivat pelin vaatiman laskentatehon, jotta se toimisi mahdollisimman 
sujuvasti erilaisilla mobiililaitteilla. Tarvittava tieto kerättiin internetlähteistä, 
kirjoista ja omien kokemusten kautta. Peli kehitettiin Game Maker –pelinteko-
ohjelmalla. 
Opinnäytetyön tuloksena saatiin valmis mobiilipeli, joka odottaa tällä hetkellä 
julkaisua. Joitain alkuperäisiä suunnitelmia grafiikan suhteen täytyi muuttaa 
pelin suorituskyvyn parantamiseksi. Työn aikana selvisi, että mobiililaitteiden 
suhteellisen vähäisen laskentatehon takia sovelluksen optimointi on tärkeää. 
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The objective of this thesis was to design and produce all the graphical content 
of a mobile game. The graphics include menus, animations, game characters, 
the game world and special effects. The game was developed on behalf of 
Goodkind Oy. which is a company founded by ICT-entrepreneurs. 
During the development the optimization of the graphics was taken into account 
by using various technologies to minimize the game’s need for computing pow-
er, so that it would run as smoothly as possible on various mobile devices. The 
needed knowledge was acquired from the Internet, books and also through per-
sonal experience. The game was developed in Game Maker which is a game 
creation system. 
The result of this project was a complete mobile game which currently is waiting 
for its publishing. Some of the original designs for the graphics had to be altered 
in order to enhance the game’s performance. During the project it became clear 
that because of the relatively low computing power of mobile devices, optimiza-
tion is important. 
Keywords: mobile game, graphics, optimization 
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1 Johdanto 
Kun Saimaan ammattikorkeakoulussa luotiin uusi tiimiyrittäjyyden oppimispolku 
tietotekniikan koulutusohjelmassa vuonna 2010, sen kautta perustettiin pelialan 
yritys nimeltä Goodkind Oy. Uudella oppimispolulla opiskelijoiden perustamat 
tiimit, joita koulun tarjoamat ohjaajat valmentavat, tekevät oikeita töitä rahasta. 
Goodkind on ollut olemassa tällä hetkellä noin kaksi vuotta, ja yritys on ottanut 
kohteekseensa mobiilipelimarkkinat. Tässä opinnäytetyössä kuvataan tämän 
opiskelijoiden perustaman yrityksen erään pelin tuotannosta grafiikan 
näkökulmasta. 
Kyseessä on kaksiulotteinen sivustapäin kuvattu fysiikkapohjainen 
pulmanratkontapeli mobiilialustoille, jossa pelaaja ohjaa kameleonttia, joka 
nappaa kärpäsiä kielellään syödäkseen ne. Pelin grafiikan tuotannossa 
keskitytään pelin suorituskyvyn optimointiin. Tällainen optimointi ei tarkoita pelin 
lähdekoodin suoraviivaistamista, vaan sitä miten oikein valituilla 
tietokonegrafiikan tekniikoilla peliin saadaan hyvä suorituskyky tekemättä 
kompromisseja haluttuun graafiseen tyyliin. Tavoitteena on valita sopivat 
tekniikat, suunnitella, miten niitä hyödynnetään eri kohdissa peliä, ja toteuttaa 
grafiikka toimintavalmiiksi. Lopputuloksena pitäisi olla valmis peli, joka toimii 
sujuvasti useilla eri mobiilialustoilla. 
Opinnäytetyön teoriaosuus alkaa käytettävien tekniikoiden kuvaamisella, jossa 
kerrotaan, miten ne toimivat ja miten niitä käytetään pelinkehityksessä. 
Seuraavassa pääotsikossa kerrotaan, miten pelin toiminnot on otettava 
huomioon grafiikan suunnittelussa ja kuinka ne vaikuttavat eri osa-alueissa 
käytettävien grafiikkatekniikoiden valintaan. Tämän jälkeen käydään läpi 
grafiikan toteutus, eli kuvien piirtäminen ja animaatioiden mallintaminen. Lisäksi 
samalla kerrotaan, miten pelin kentät rakennetaan. Lopuksi peli testataan ja 
tehdään tarvittavat muutokset, jotka parantavat pelin suorituskykyä. 
Teoriaosuudessa ei selitetä pelin muusta kehitysprosessista kuten esimerkiksi 
ohjelmoinnista, äänistä tai pelisuunnittelusta. 
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2 Termit ja käsitteet 
Tekstuuri (engl. Texture) Tietokoneen muistiin ladattu 
bittikarttakuva. 
Sprite Kaksiulotteinen pelissä näkyvä kuva (pelihahmo 
tai muu objekti) jonka ulkonäkö perustuu 
tekstuuriin tai sen osaan. 
Kuvataajuus (engl. Frame rate) Tietokoneen näytölle 
sekunnissa piirrettyjen kuvien määrä, eli taajuus 
jolla näytön kuva päivitetään. Termiä käytetään 
myös yksittäisissä näytöllä näkyvissä 
animaatioissa. Kuvataajuus merkataan yleensä 
FPS-lukemana (frames per second). 
Vektorigrafiikka Kuva joka perustuu geometrisiin objekteihin 
(esimerkiksi pisteet, viivat, kaaret) pikseleiden 
sijaan. Tämä mahdollistaa kuvan koon 
muuttamisen ilman että sen laatu kärsii. 
Renderöinti Kuvan generointi/piirtäminen mallista 
tietokoneohjelman avulla. Malli on datasta 
muodostuva ohjelmallinen kuvaus, esimerkiksi 
lista 3D-objektin muodostavien pisteiden 
koordinaateista ja valaistusparametreistä. 
3 Tekniikat 
Pelinkehityksessä käytetään monia erilaisia ohjelmallisia tekniikoita, joilla 
vaikutetaan siihen, miltä peli näyttää. Usein kolmiulotteisia pelimaailmoja 
yritetään tehdä jatkuvasti edellistä todentuntuisemmiksi. Kaikissa tietokoneissa 
on kuitenkin rajallinen määrä laskentatehoa, joten vaikka graafikko tai 
ohjelmoija pystyisikin taitojensa puolesta luomaan pelimaailman, joka näyttää 
yhtä realistiselta kuin valokuva, sen esittäminen reaaliajassa korkealla 
kuvataajuudella tuottaisi ongelmia nykyajan prosessoreilla ja grafiikkapiireillä. 
7 
Tämän takia niitä tekniikoita, joilla grafiikka esitetään ruudulle, pyritään pelialalla 
optimoimaan koko ajan ja korvaamaan uusilla, paremmilla tekniikoilla. Mitä 
vähemmän peli tarvitsee pelattaessa laskentatehoa, sen parempi. Optimointi on 
tärkeää vaikka kehitettävä peli ei pyrkisikään näyttämään realistiselta, sillä 
esimerkiksi älypuhelimissa ja muissa mobiililaitteissa ei ole lähellekään niin 
paljon laskentatehoa kuin keskitason pöytätietokoneessa. Hitailla laitteilla 
grafiikkatekniikoiden optimointi on otettava huomioon minkä näköisessä pelissä 
tahansa. Tämän opinnäytetyön pelissä käytetään ratkaisuja, joista osa on 
vuosikymmeniä vanhoja, mutta jotka edelleen ovat melko yleisiä nykyajan 
kaksiulotteisissa peleissä alustasta riippumatta. 
3.1 Game Maker 
Tämä on helposti opittava pelinteko-ohjelma, jolla on tehty monia tunnettuja 
mobiilipelejä. Game Maker  helpottaa pelin kehittämistä varsinkin ohjelmoinnin 
osalta, koska se sisältää helppokäyttöisen käyttöliittymän, jonka avulla pelin 
elementtejä voidaan luoda kirjoittamatta koodia. Se sisältää kattavan valikoiman 
ominaisuuksia 2D-pelin tekemiseen ja pystyy tarvittaessa hyödyntämään myös 
kolmiulotteisia objekteja.  
Game Makerin sisäinen pelimoottori ei ole avointa koodia, joten sitä itsessään 
ei voida muuttaa. Game Makerin avulla pelejä tekevät ohjelmoijat voivat siis 
optimoida vain itse luomaansa koodia, jota kirjoitetaan suurimmaksi osaksi 
Game Makerin omalla GML-skriptikielellä. Ohjelmistoon sisältyy fysiikkamoottori 
Box2D, jota myös tässä peliprojektissa hyödynnetään. Game Maker pystyy 
kääntämään pelin muun muassa Androidille, iOS:lle, Windows Phonelle. 
Projekti päätettiin tehdä valmiilla pelinteko-ohjelmalla ajan säästämiseksi. Useat 
peliin tarvittavista ominaisuuksista löytyy Game Makerista valmiina tai niiden 
rakentaminen on yksinkertaista. Kaikista mahdollisista vaihtoehdoista Game 
Maker valittiin siksi, koska tiimin ohjelmoijalla on sen käytöstä aiempaa 
kokemusta. 
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3.2 Texture atlas 
Tietokonegrafiikassa texture atlas (toisella nimellä sprite sheet) on suuri 
tekstuuri, joka säilöö useita eri kuvia, joita peli tarvitsee. Monta tekstuuria 
liitetään siis yhdeksi tekstuuriksi, jossa niitä kutsutaan alatekstuureiksi (engl. 
sub-texture). Nämä alatekstuurit voivat olla tarkoitettu pelissä täysin eri 
objekteille, mutta niitä pystytään säilyttämään samassa kuvatiedostossa. 
Jokaisen alatekstuurin sijainti texture atlaksessa kirjataan muistiin erilliseen 
listaan XY-koordinaateilla, jotta niitä pystytään hyödyntämään tarvittaessa. 
Peleissä spritet toimivat ottamalla tekstuurin sisällön rajaamalla siitä 
suorakulmion muotoisen alueen. Kaikki spritet tekevät aina näin, mutta ilman 
texture atlasta yhdestä kuvatiedostosta voisi ladata vain yhden objektin 
grafiikan. Tekstuuri ladataan muistiin vain kerran riippumatta siitä, kuinka moni 
sprite käyttää sitä. (1.) 
Jos monia pieniä tekstuureja käytetään usein, on pelin suorituskyvyn kannalta 
tehokkaampaa säilöä niitä texture atlaksessa. Pelin täytyy pystyä renderöimään 
pelinäkymä monia kertoja sekunnissa, ja mitä useampia tekstuureja yhden 
renderöintikierroksen aikana täytyy käydä läpi, sitä kauemmin renderöinnissä 
kuluu aikaa. Kun käytetään texture atlasta, tekstuurien vaihtoja tulee 
vähemmän, jolloin renderöintiin kuluu vähemmän aikaa ja peli toimii 
sujuvammin. (2.) 
Toinen hyöty texture atlaksessa on muistin käytön vähentäminen. 
Grafiikkalaitteesta riippuen tekstuurien rajoituksena peleissä saattaa olla ”Power 
of 2” joka tarkoittaa, että kuvatiedostojen täytyy olla mittasuhteiltaan sellasia, 
että niiden korkeus sekä leveys ovat kahden potensseja (21,22,23,...,28,29...). 
Jos esimerkiksi pelihahmon kooksi on suunniteltu 140x140 pikseliä, laite vaatii, 
että sen kuvatiedoston, josta kyseinen pelihahmo löytyy, on oltava 
mittasuhteiltaan vähintään 256x256. Tämä tarkoittaa, että kuvaan jäisi paljon 
hukkatilaa, jos texture atlasta ei käytettäisi. Hukkatila kuitenkin käyttää muistia. 
Kun texture atlasta käytetään, pelihahmon kuvassa oleva tyhjä tila voidaan 
täyttää muilla kuvilla. Texture atlas –tekniikan huono puoli on se, että 
vierekkäiset alatekstuurit voivat ”vuotaa” pikselirivejä toisiinsa varsinkin 
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kolmiulotteisessa grafiikassa, jos sprite renderöityy ruudulle viistossa 
kuvakulmassa tai eri koossa kuin mitä sen lähdetekstuuri on. (1; 2.) 
3.3 Sprite-animointi 
Peleissä sprite-animaatiot toimivat samalla periaatteella kuin miten elokuvissa 
ja televisiossa yksittäiset kuvat yhdessä muodostavat illuusion liikkeestä. 
Videokamera ei tallenna liikettä vaan kuvasarjan. Kun peräkkäin näytettävissä 
kuvissa on vähäinen ero toisiinsa verrattuna ja nopeus, jolla kuva vaihtuu 
seuraavaan, on tarpeeksi suuri, filmiä katsoessa kohde näyttää liikkuvan. 
Kuvataajuuden on oltava niin nopea, että ihmissilmä ei erota niitä yksittäisiksi 
kuviksi. Elokuvissa ja televisiossa näytetään 24...30 kuvaa sekunnissa. (3, s. 55 
– 56.) 
Animaation kuvataajuus ei kuitenkaan tarkoita pelissä sitä nopeutta, jolla koko 
pelinäkymä päivittyy. Useimmat pelinkehittäjät tähtäävät pelinäkymän 
kuvataajuudeksi 60, mutta pelin käyttämien objektianimaatioiden ei tarvitse 
toistua yhtä suurella kuvataajuudella. Pelinäkymässä voi olla useita eri 
animaatioita, joista jokaisella on eri kuvajaatuus. Yleensä graafikot eivät animoi 
hahmojen ja objektien liikettä ruudulla, vaan se tehdään pelin koodilla, jonka 
ohjelmoijat kirjoittavat. Sen sijaan graafikot piirtävät hahmojen ja objektien 
sisäisen animaation. Esimerkiksi jos hahmon halutaan kävelevän ruudun 
vasemmasta reunasta oikeaan reunaan, graafikko piirtää hahmon jalkojen 
liikkeen mutta ei hahmon siirtymistä sijainnista toiseen sijaintiin, joka 
lopullisessa pelissä nähdään. Toisin sanoen graafikon täytyy piirtää hahmo, 
joka kävelee paikoillaan. Pelialalla tällaista animaatiota kutsutaan nimellä ”walk 
cycle”. Pelin koodi liikuttaa hahmon toiseen sijaintiin samalla toistaen graafikon 
tekemää kävelyanimaatiota sopivalla kuvataajuudella. (3, s 56 – 65.) 
Sprite-animaatio ottaa hahmon tai muun objektin liikkeen kuvat sprite sheetistä. 
Kuvat voidaan ladata myös sprite sheetistä, jossa on muitakin kuvia. Se 
tarkoittaa, että yhden pelihahmon kaikki sprite-animaatiot voidaan tallentaa 
yhteen sprite sheettiin. Kuvassa 1 näkyy kuvasarja, jota voidaan käyttää sprite-
animaatiossa. 
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Kuva 1. Sprite-animaatiossa käytettävä kuvasarja. (3.) 
3.4 Skeletal-animointi 
Kolmiulotteisissa peleissä skeletal-animointi on yleinen tapa tehdä liikkeet 
pelihahmoille. Niissä jokainen animoitavaksi tarkoitettu 3D-objekti muodostuu 
kahdesta osasta: rungosta, joka sisältää objektin muodon, värit ja tekstuurit,  ja 
luurangosta, joka on näkymättömänä rungon sisällä. Vertauksena oikeaan 
maailmaan sen voi kuvitella esimerkiksi siten, että runko on ihmisen iho, joka 
näkyy ulospäin, ja ihon alla on luita, joita ei näy ulospäin. Runko on jaettu osiin, 
jotka liikkuvat sen mukaan, miten luurangon luiden väleissä olevat nivelet on 
animoitu. Jokaisesta nivelestä säilötään sijainti sekä rotaatio 
animaatiotiedostossa eri ajan hetkille. Nivelellä voi olla emonivel, jolloin sen 
sijainti ja rotaatio lasketaan aina suhteessa emoniveleen. Esimerkiksi kun 
olkapäätä liikutetaan, kyynärpään sijainti muuttuu, eikä etäisyys olka- ja 
kyynärpään välillä voi muuttua. Kuvassa 2 näkyy esimerkki 3D-mallista ja sen 
animointiin käytettävästä luurangosta. (3; 4.) 
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Kuva 2. 3D-malli ja sen luuranko samassa asennossa. (4.) 
Kaksiulotteisissa peleissä animoitavan objektin rungon osat ovat spritejä. 
Ruudulla animaation liike muodostuu liikuttelemalla ja kääntelemällä näitä 
spritejä, toisin kuin sprite-animaatioissa, jossa liike muodostuu näyttämällä sarja 
erinäköisiä spritejä. Tämän takia skeletal-animaatio käyttää paljon vähemmän 
tietokoneen muistia verrattuna sprite-animaatioon. Animaatiosta on säilöttävä 
ainoastaan nivelten sijainnit ja rotaatiot (jotka siis määräävät pelissä näkyvien 
spritejen liikkeet) sen sijaan, että jokaisesta pelihahmon asennosta säilöttäisiin 
kuva. Toinen hyöty on se, että peli pystyy laskemaan, missä asennossa nivelten 
pitäisi olla niillä ajan hetkillä, joille animaattori ei ole määritellyt mitään. Tämä 
helpottaa animointityötä, koska nivelten asentoja ei tarvitse määritellä 
millisekunnin välein vaan riittää, että nivelille määritellään vain aloitus- ja 
lopetus asennot; peli osaa laskea, mitä niiden välillä tapahtuu. Lisäksi 
animaation nopeutta voidaan muuttaa pelissä ilman, että sen kuvataajuudessa 
tapahtuisi muutosta, toisin kuin sprite-animaatiossa. 
Skeletal-animoinnin huono puoli kaksiulotteisissa peleissä on se, että 
animoitavan pelihahmon tai objektin perspektiiviä ei voida muuttaa. Jos 
esimerkiksi halutaan animaatio, jossa sivustapäin kuvattu pelihahmo kääntyy 
selin pelaajaan nähden, saattaa sprite-animaatio olla parempi vaihtoehto. 
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3.5 Parallax scrolling 
Parallax scrolling on tekniikka, jota käytetään luomaan illuusio kolmannesta 
ulottuvuudesta kaksiulotteiseen pelimaailmaan. Se perustuu samaan 
toimintaperiaatteeseen kuin monitasokamera, jota käytetään 
animaatioelokuvien teossa. Kameran edessä on eri etäisyyksillä tasoja tai 
levyjä, joihin piirrokset sekä muu grafiikka asetetaan. Kun näitä  levyjä 
liikutellaan eri nopeuksilla toisiinsa nähden, kuvattuun otokseen tulee vahva 
kolmiulotteinen vaikutelma. (5.)  
Oikeassa maailmassa, kun on auton kyydissä ja katsoo sivulasista ulos, 
huomaa, että lähellä olevat asiat kuten katuvalaisimet näyttävät menevän 
nopeammin auton ohitse kuin kaukana olevat asiat kuten metsämaisema. 
Parallax scrolling jäljittelee tätä ilmiötä tekemällä tässä tapauksessa katuvalot 
yhdeksi tasoksi ja metsämaiseman toiseksi, jonka jälkeen liikuttelee niitä eri 
nopeuksilla, kun virtuaalikamera liikkuu pelimaailmassa. 
Peleissä tämän voi toteuttaa usealla eri tavalla mutta tässä käydään läpi vain 
yksi niistä, koska muita tapoja on käytetty enimmäkseen vanhoilla 
grafiikkapiireillä, jotka asettivat rajoitteita sille, kuinka grafiikka renderöidään 
tietokoneen tai television ruudulle. Tässä projektissa käytettävää tapaa 
kutsutaan ”kerrosmenetelmäksi” (engl. layer method). Siinä jokainen kerros 
taustamaisemassa on erillinen kuva, ja kerroksien siirtymänopeus on linkitetty 
”kameran” eli pelinäkymän liikkumisnopeuteen. Jokainen kerros liikkuu samaan 
suuntaan mutta ne käyttävät nopeutenaan eri kertoimia. (5.) 
Esimerkiksi jos taustamaisema muodostuisi kolmesta kerroksesta,  lähimpänä 
varsinaista pelialuetta (jossa pelaaja liikkuu) olevalla kerroksella nopeus voisi 
olla 0,8 kertaa pelialueen kameran nopeus, seuraavalla kerroksella 0,6, ja 
viimeisellä 0,4. Tämä siis tarkoittaa, että kaukaisin kerros liikkuu hitaimmin 
luoden illuusion siitä että se on kauimpana. Kerroksia voi laittaa myös 
pelialueen eteen, jolloin niiden liikkumisnopeuksilla täytyy olla suurempi kerroin 
kuin 1,0, jotta syvyysvaikutelma näyttäisi todenmukaiselta. 
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3.6 Polygon terrain 
Monissa peleissä on maasto tai joku muu pinta, jonka päällä pelihahmot 
liikkuvat. Maasto voidaan luoda monella eri tavalla, mutta 3D-peleissä yleisin 
ratkaisu on käyttää konvekseja polygoneja (suom. monikulmio). Toisissaan 
ompeleen tavoin reunoista kiinni olevat polygonit muodostavat pelimaailmaan 
pinnan, joka toimii kiinteänä alustana pelihahmoille ja muille objekteille. 
Polygonmaastossa voi olla korkeuseroja sekä mäkiä, mutta sen tarkkuuteen ja 
yksityiskohtaisuuteen vaikuttaa käytettävissä oleva laskentateho. Tällainen 
maasto ei voi olla liian monimutkainen, koska sitä käytetään peliobjektien 
törmäystarkistuksessa, joka testaa jatkuvasti pelin aikana että koskettaako 
peliobjekti maastoa. Tämä tarkistus on pakollinen, jos halutaan, että objektit 
eivät putoa maaston läpi. Mitä enemmän maaston muotoja on testattavana, sitä 
enemmän laskentatehoa vaaditaan. 
2D-peleissä on useita eri tapoja tehdä maasto. Yksi tapa on  käyttää neliön 
muotoisia palikoita, mikä mahdollistaa todella nopean törmäystarkistuksen, 
mutta ei hallitse monimutkaisia muotoja. Toinen tapa on piirtää bittikarttakuva, 
josta peli katsoo pikselikohtaisesti, missä kohdassa pelialuetta on maastoa tai 
seiniä. Tämä tapa on todella hidas. Muitakin tapoja on, mutta koska käytössä 
on Game Maker, joka sisältää valmiin fysiikkamoottorin, ja tämä peliprojekti 
tarvitsee tarkkaa ja nopeaa törmäystarkistusta monimutkaisiin muotoihin, tuntuu 
polygonmaasto järkevimmältä vaihtoehdolta. Game Makerin mukana tulevalla 
Box2D-fysiikkamoottorilla voi luoda polygonmaastoja kaksiulotteisiin peleihin. 
2D-peleissä polygonmaasto toimii hieman eri tavalla kuin 3D-peleissä. Silloin 
pelissä on yksi tilaulottuvuus vähemmän, ja törmäystarkistus tehdään 
polygonien reunoista eikä niiden pinnasta. 
Saumattomat tekstuurit 
Samoja polygoneja, joita käytetään törmäystarkistuksessa, voidaan käyttää 
rajoina myös grafiikoille. Maaston täytyy näkyä pelissä, jotta pelaaja tietää, 
missä ja minkä muotoinen se on. Sen määrittelemä alue voidaan täyttää jollain 
tekstuurilla. 
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Täytössä käytettävä tekstuuri voi olla niin suuri että sillä voidaan peittää koko 
maasto, mutta silloin se kuluttaisi paljon muistia. Maastotekstuuri voi olla myös 
pieni, mutta kun sitä venytetään peittämään koko maasto, se näyttää 
suttuiselta. Molemmat ongelmat voidaan välttää käyttämällä pientä tekstuuria, 
jota monistetaan vierekkäin koko maaston alueelle. Vertauskuvana oikeaan 
maailmaan hyvä esimerkki on tiiliseinä; sama yksinkertainen ja pieni kuvio 
toistuu koko seinän matkalta. (3, s. 37.) 
Peleihin usein halutaan, että pelaaja ei kiinnitä huomiota toistuvan tekstuurin 
toistumiseen, joten niiden saumakohdat tehdään sellaisiksi, että tekstuurin 
reunoja ei erota, jolloin toistuminen on huomaamatonta. Tämä tarkoittaa, että 
graafikon on piirrettävä tekstuuri sellaiseksi, että sen oikea reuna loppuu siten, 
miten vasen alkaa, ja että alareuna loppuu, miten yläreuna alkaa. 
Saumattomien tekstuurien tekemisessä pyritään poistamaan kuvasta myös sen 
keskellä olevat asiat, jotka erottuvat selkeästi muusta kuvasta silloin, kun se on 
monistettuna vierekkäin. Kuvassa 3 näkyy kaksi monistettua tekstuuria, joista 
ensimmäisessä reunat erottuu selkeästi, mikä on huono asia. Toisessa 
tekstuurissa reunoja on vaikea havaita, mikä on hyvä asia. (6.) 
 
Kuva 3. Monistuva tekstuuri näyttää hyvältä kun sen reunoja ei erota. (3.) 
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3.7 Shaderit 
Shader (suom. varjostin) on pieni tietokoneohjelma, joka on tarkoitettu 
grafiikkapiirillä suoritettavaksi. Sen kirjoittamiseen on olemassa useita eri 
ohjelmointikieliä, joista merkittävimpiä ovat Cg, HLSL ja GLSL. Shaderit on 
jaettu kolmeen eri ryhmään – Vertex shaderit, jotka muovaavat ruudulle 
piirrettävän grafiikan geometriaa, pixel shaderit (myös fragment shader), jotka 
muokkaavat yksittäisiä pikseleitä ruudulla ja geometry shaderit, jotka luovat 
uutta geometriaa ruudulle ja lisäävät jo valmiina olevaan geometriaan muotoja. 
(7.) 
Peleissä shadereiden yleisin käyttötarkoitus on valaistuksen ja varjojen 
luominen, mutta nykyään niitä käytetään myös erikoistehosteiden luomisessa 
kuten ruudun sumentamisessa tai vääristämisessä. Game Maker käyttää 
shadereiden ohjelmointikielenä GLSL ES:ää (openGL Shader Language for 
Embedded Systems) joka toimii kaikilla alustoilla, joille Game Maker pystyy 
tekemään pelejä. 
Tämän opinnäytetyön pelissä shadertekniikkaa halutaan käyttää saumattoman 
tekstuurin esittämiseen alueilla, joiden muoto ja läpinäkyvyys määräytyvät 
toisen maskina toimivan tekstuurin pikseleiden läpinäkyvyyden mukaan. 
Tällainen tehoste luodaan pixel shaderilla, joka katsoo ruudulta maskitekstuurin 
peittämistä alueista pikseli kerrallaan, millaisella läpinäkyvyydellä saumatonta 
tekstuuria pitäisi näyttää kunkin pikselin kohdalla. Maskitekstuuria ei siis tule 
näkymään koskaan lopullisessa pelissä, vaan se toimii pelkästään alueen 
rajaajana toiselle tekstuurille. 
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4 Suunnittelu 
Suunnitteluvaiheessa on päätettävä, miten pelin graafiset elementit tulevat 
toimimaan lopullisessa pelissä. Valittu grafiikktekniikka voi vaikuttaa siihen, 
minkälaisiksi kuvat piirretään. Tämän otsikon alla käydään läpi ominaisuuksia, 
joita peliin suunnitellaan, mitä graafisia elementtejä ne tarvitsevat ja tarvittaessa 
perustellaan, miksi mihinkin tekniikkaan päädyttiin miltäkin osalta peliä. 
Grafiikka on jaettu tässä neljään alueeseen, jotka erottuvat toisistaan selkeästi. 
Kaikkia yksityiskohtia jokaisen graafisen elementin toiminnasta ei käydä läpi, 
vaan tässä tehdään yleiskatsaus, jonka lisäksi selitetään vain sellaiset kohdat 
tarkemmin, jotka ovat keskeisiä osia pelissä optimoinnin kannalta tai jotka 
selittävät jonkin suuremman grafiikkaelementtien ryhmän toiminnan. 
4.1 Valikot 
Peliin tulee melko tavallinen valikkorakenne. Päävalikosta voidaan kytkeä äänet 
ja musiikit pois käytöstä, poistua pelistä, siirtyä katselemaan tekijätietoja sekä 
siirtyä maailmavalikkoon. Maailmavalikko on välietappi varsinaiseen pelitilaan 
siirtyessä. Siinä valitaan maailma, jota halutaan pelata, ja sen jälkeen aukeaa 
lista pelattavista kentistä. Maailmavalikosta pääsee myös Market-valikkoon, 
josta pelaaja voi ostaa pelikolikoita, joilla hän saa pääsyn pelaamista avustaviin 
ominaisuuksiin. 
Myös pelitilaan tulee valikoita. Pelierän alussa näkyy valikko, jossa pelaaja voi 
kuluttaa ostamiaan pelikolikoita saadakseen lisäominaisuuksia pelikenttään. 
Pelierän loppua varten tarvitaan kaksi erinäköistä valikkoa, koska pelikentän voi 
päästä joko läpi, tai sen voi hävitä. Pelin voi myös keskeyttää, johon tarvitaan 
paussivalikko. Paussivalikon kautta pelitilasta myös poistutaan takaisin 
päävalikkoon. 
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Valikoihin tarvitaan erilaisia painikkeita ja jonkin verran tekstiä. Painikkeisiin 
tulee yksinkertaisia skaalausanimaatioita, joissa painike esimerkiksi pienenee 
hetkeksi, aivan kuin se painuisi sisään, kun pelaaja koskettaa sitä. Sellaisen 
toteuttamiseen ei tarvita mitään erikoistekniikkaa, koska se voidaan ohjelmoida 
peliin koodina niin helposti. Projektin alussa tehdyistä luonnospiirroksista 
nähtiin, että osa valikoiden teksteistä näyttää hyvältä ilman minkäänlaisia 
koristeita, ja siksi niissä voidaan käyttää TrueType-fontteja bittikarttakuvien 
sijaan. TrueType-fontit muodostuvat vektorimuodoista eivätkä pikseligrafiikasta, 
joten ne vievät paljon vähemmän tilaa ja niitä voidaan skaalata vapaasti 
menettämättä kuvan laatua. Ne tekstit, joissa koristelua tarvitaan, täytyy piirtää 
bittikarttakuviksi. 
Päävalikon taustana käytetään samaa maisemaa, joka näkyy pelitilassa. Sen 
toiminnasta kerrotaan otsikossa ”4.3 Pelimaailma”. Valikkoa koristellaan myös 
muilta osin grafiikalla, jota käytetään myös pelitilassa. Muistia ja yleensä myös 
aikaa säästyy, jos samoja kuvia pystytään käyttämään useaan eri 
tarkoitukseen. Valikkonäkymän vaihtumiselle tehdään animaatio, jossa pelin 
päähahmon muotoinen siluetti pyörii ruudun yli täyttäen sen mustalla värillä 
seuraavan valikon lataamisen ajaksi. Samaa siluettikuvaa käytetään muistin 
säästämiseksi  pelierän lopussa näkyvässä valikossa, kun pelaaja on päässyt 
kentän läpi. 
4.2 Hahmot 
Kun pelihahmojen grafiikka suunnitellaan, on tiedettävä, mitä hahmot tekevät. 
Tähän peliin tulee kameleontti sekä erinäköisiä kärpäsiä. Kameleontti ja 
kärpäset toimivat pelissä eri tavalla toisiinsa verrattuna. Pelaajan ohjaama 
kameleontti pystyy ampumaan kielen, hyppimään kiveltä toiselle sekä pitämään 
yllään erilaisia varusteita. Vihollisina toimivat kärpäset pystyvät lentämään ja 
istumaan seinissä. Kuvassa 4 näkyy kaikki hahmot niiden perusasennoissa. 
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Kuva 4. Kaikki pelihahmot. 
4.2.1 Päähahmo 
Kameleontin kieli koostuu kahdesta osasta kuten kuvassa 5 näkyy. Kielen 
ensimmäistä osaa skaalataan leveyssuunnassa, jolla saadaan aikaan kielen 
venyminen. Toinen osa kielestä on kohteisiin tarttuva osa, joka ei muuta 
ulkonäköään. Kielen pituus määräytyy dynaamisesti pelissä, joten sen liikkeitä 
ei voi kutsua animaatioksi siten kuin animaatiot tekniikkana aiemmin 
määriteltiin. 
 
Kuva 5. Kielen graafiset elementit ja sen venyminen. 
Päähahmo pystyy hyppimään pelialueelta löytyvillä kivillä. Hahmo saa 
hyppyvoiman venyvästä hännästä, kun pelaaja venyttää sitä kiveltä pois päin ja 
päästää irti. Hahmon venyvä häntä toteutetaan samalla tavalla kuin sen kieli, 
mutta hännässä käytetään kolmea eri tekstuuria, joista keksimmäistä 
venytetään. Kun hahmo tarttuu hypyn jälkeen toiseen kiveen, sen täytyy asettua 
takaisin hyppyvalmiuteen. Tämä liike on viisainta luoda sprite-animaationa, 
koska hahmo kääntyy sen aikana sivuprofiilista katsomaan pelaajaa kohti. 
Hahmon kiipeäminen kiven päälle tapahtuu pelissä nopeasti, joten animaation 
pituudeksi riittää 5 kuvaa ja kuvataajuudeksi 15 kuvaa sekunnissa. Kuvassa 6 
näkyy kiipeämisliikkeen kaikki vaiheet. 
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Kuva 6. Sprite-animaatio jossa päähahmo kiipeää kiven päälle. 
Pelaaja voi hankkia kameleontille varusteita.  Niille tarvitaan omat animaatiot, 
koska hahmo ei käytä varusteita koko ajan. Varusteiden täytyy näkyä oikein 
hahmon yllä myös silloin, kun hahmon perspektiivi muuttuu jonkun animaation 
takia. Muistia kuluisi enemmän, jos hahmo piirrettäisiin samoihin tekstuureihin 
varusteiden kanssa, koska silloin tekstuureihin tulisi enemmän väridataa. Sen 
sijaan varusteiden animaatiot kannattaa piirtää ilman hahmoa. Se säästää 
muistia joissain tapauksissa myös siksi, koska varuste ei välttämättä vie niin 
paljon tilaa pikseleinä kuin hahmo. Kuvassa 7 näkyy erään varusteen 
animaatio, joka renderöidään hahmon päälle kiipeämisanimaation ajaksi. 
Hahmolle on myös erilaisia ilmeitä, mutta ne eivät tuota ongelmia varusteiden 
animoinnissa, koska ne eivät muuta hahmon muotoa. 
 
Kuva 7. Varusteiden animaatiot näkyy hahmon animaatioiden päällä. 
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4.2.2 Viholliset 
Vihollisina toimivat kärpäset heiluttelevat lentäessään siipiään. Kärpäsille ei 
tarvita muita liikkeitä tässä pelissä. Lentämisliikkeen toteuttamiseen voisi 
käyttää sprite-animaatiotekniikkaa samaan tapaan kuin päähahmon 
animaatioissa, mutta koska liike on niin yksinkertainen, se voidaan toteuttaa 
skeletal-animaationa, joka kuluttaa vähemmän muistia. Kärpänen jaetaan osiin 
graafisiksi elementeiksi sen perusteella, että mitä niveliä sen täytyy pystyä 
liikuttamaan lentoanimaatiossa. Lennon aikana kärpänen liikuttaa vain siipiään, 
joten ne osat, joita tarvitaan ovat vasen siipi, oikea siipi ja pää. Kuvassa 8 
näkyy, miten nämä osat on linkitetty toisiinsa. Tekstuurit asetellaan sopiviin 
kohtiin toisiinsa nähden, ja sitten niille luodaan luuranko, joka ohjaa niitä. 
Animaatiossa siivet kääntyilevät edestakaisin niveltensä ympäri 45 asteen 
suuruisella rajatulla alueella. 
 
Kuva 8. Vihollishahmon rakenne jota hyödynnetään animoinnissa. 
4.3 Pelimaailma 
Pelin kentät on jaettu neljään maailmaan, jotka ovat ulkonäöltään erilaisia. 
Varsinainen pelialue, jossa hahmo liikkuu sisältää maaston, joka on erinäköinen 
maailmasta riippuen. Merkittävin ulkonäön muuttaja on kuitenkin 
taustamaisema, joka näkyy pelialueen takana. Maailmoissa on myös 
erityispiirteitä, jotka vaikuttavat kenttien pelattavuuteen. Tällainen erityispiirre on 
esimerkiksi pelin viimeisistä ja vaikeimmista kentistä löytyvä lumi, joka hidastaa 
päähahmon liikkumista. 
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Pelialueen maasto (engl. terrain) toimii alustana pelihahmoille ja muille 
fysiikkaobjekteille. Sen päälle asetetaan esimerkiksi tuhottavat esteet, ja siihen 
voidaan tehdä mäkiä, joita pitkin päähahmo voi pyöriä, tai seiniä, joihin hahmot 
voivat törmätä. Maasto luodaan polygoneilla, joita Box2D käyttää 
törmäystarkistuksessa. Maastopolygonit täyttävässä tekstuurissa käytetään 
vektorimuotoja sekä vain vähän värisävyjä, koska ne helpottavat saumattoman 
tekstuurin piirtämistä. Kuvassa 9 näkyy malli siitä, kuinka pelialueen 
maastopolygonit täytetään tekstuurilla. 
 
Kuva 9. Maaston rakenne. 
Taustamaisemaan käytetään parallax scrolling –tekniikkaa, joka tarkoittaa, että 
tausta muodostuu useasta erinäköisestä kuvatasosta. Suunnitteluvaiheessa 
kuvatasoja on haluttu yhteensä neljä, joista takimmainen on taivas ja kolme 
muuta esittää metsää ja mäkiä. Kuvatasot liikkuvat vaakasuunnassa 
pelinaikana aina, kun pelinäkymä liikkuu seuratessaan päähahmoa, joten se ei 
riitä, että maisema peittää vain yhdestä kohdasta katsottuna koko taustan, vaan 
maiseman on jatkuttava loputtomiin sivusuunnissa. Tähän käytetään 
saumattomia tekstuureja samaan tapaan kuin pelialueen maastossakin. 
Kuvassa 10 havainnollistaa, kuinka taustamaisema on rakennettu. 
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Kuva 10. Taustamaiseman rakenne. 
Talvimaailman kentistä löytyvässä lumessa käytettävä shader, joka 
mahdollistaa saumattomien tekstuurien käytön, jää ohjelmoijan koodattavaksi. 
Kuvassa 11 näkyy kuinka shaderin on tarkoitus toimia. Maskitekstuuriin 
piirretään muodot, joita lumisen alueen reunoille halutaan. Tätä maskitekstuuria 
käytetään monessa spritessä, joilla lumialueet muodostetaan pelialueelle. Pelin 
aikana tietokone laskee maskitekstuurin perusteella, minne saumatonta 
lumitekstuuria renderöidään. 
 
Kuva 11. Lumitehosteen rakenne shaderia käytettäessä. 
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5 Toteutus 
Kun grafiikkaa luodaan pelin ymmärtämään muotoon, graafikko ensin piirtää 
kuvat, rajaa ne, ja tallentaa oikeaan formaattiin. Sen käyttöönotto jää 
ohjelmoijille jotka koodin avulla asettavat graafiset elementit suunniteltuihin 
paikkoihin. Tämän otsikon alla grafiikan tekemisestä kerrotaan kuvien 
piirtämisen ja kenttien rakentamisen näkökulmasta. 
5.1 Spritet 
Projektin suunnitteluvaiheessa tehtyjä luonnospiirroksia voidaan käyttää 
suorana lähteenä peligrafiikalle. Kuvat on piirretty Adobe Photoshop–
kuvankäsittelyohjelmassa eri tasoihin, joten ne voidaan erottaa helposti 
toisistaan erillisiksi elementeiksi, jotka toimivat peliobjektien tekstuureina. 
Elementit on vain rajattava oikein, ettei niihin jää tyhjiä pikselirivejä, jotka 
käyttäisivät muistia turhaan. Kaikki kuvatiedostot tallennetaan PNG-formaattiin, 
koska se tukee läpinäkyvyyttä. PNG-formaatissa jokaiselle kuvan pikselille 
voidaan määrittää oma läpinäkyvyys prosenttiarvona. PNG:nä kuvan voi myös 
pakata tehokkaasti muistin säästämiseksi. 
Pelissä joidenkin spritejen asettelu pelimaailmaan on tarkkaa; varsinkin silloin 
jos niiden täytyy seurata toista spriteä. Esimerkiksi päähahmon häntä ja 
varusteet ovat sellaisia objekteja, että niiden täytyy olla koko ajan kiinni 
päähahmossa ja kääntyä sen mukana. Tällaisten spritejen kuviin laitettiin 
tarvittaessa ylimääräisiä pikselirivejä, jotta niiden asettelu pelinteko-ohjelman 
editorissa olisi helpompaa. Varustekuviin laitettiin sen verran tyhjiä pikselirivejä 
leveyssuunnassa, että ne ovat yhtä leveitä kuin ne hahmokuvat, joiden päälle 
varusteet pelissä renderöidään. Tällä tavalla varusteiden ja hahmon kuvien 
origoksi voidaan laittaa sama arvo, mikä helpottaa koordinaattien laskemista. 
Game Maker osaa optimoida automaattisesti pelin grafiikkaa luomalla kaikista 
sen tekstuureista sprite sheetit. Se asettelee tekstuurit sellaiseen järjestykseen, 
jotta niitä mahtuisi mahdollisimman paljon yhteen kuvatiedostoon. Se siis laskee 
tilan käytön kannalta tehokkaimman vaihtoehdon. Graafikon täytyy huolehtia 
vain siitä, että tekstuurit tallennetaan oikeaan formaattiin. 
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5.2 Animaatiot 
Kun peliin oli suunniteltu, mitä animaatiotekniikkaa käytetään missäkin 
objektissa, animaatioiden toimivuus täytyi testata. Monimutkaisimmista 
animaatioista tehtiin testiversiot videomuodossa Adobe After Effects–
videokäsittelysovelluksessa, jossa oli helppo kokeilla eri variaatioita ja 
nopeuksia hahmojen liikkeille. Graafikon ei tarvitse animoida sprite-animaatioita 
kuvien piirtämisen jälkeen ollenkaan vaan kuvat annetaan pelille ja sen jälkeen 
niille syötetään kuvataajuus, jolla animaatio toistuu. Skeletal-animaatioissa 
kuvien piirtämisen lisäksi kuvien liikkeet on animoitava. Tässä tapauksessa 
animointi tehtiin Game Makerin omassa editorissa. 
Animoinnissa on tärkeää huomioida se, kuinka paljon animoitava hahmo 
käyttää aikaa liikkeen tai sen osan suorittamiseen. Yleisin kokemattomien 
animaattoreiden virhe on, että he tekevät liikkeen vauhdin tasaiseksi koko 
animaation ajalta. He eivät ota huomioon, että nopeissa liikkeissä animation 
peräkkäisten kuvien välillä on suuri ero, ja että hitaissa liikkeissä kuvien välillä 
on pieni ero. Tällaiset asiat täytyy muistaa, kun animoi mitä tahansa kiihtyviä tai 
hidastuvia liikkeitä. (3, s. 56.) 
5.3 Pelin kentät 
Pelikenttien rakentaminen jätettiin graafikon työtehtäväksi, koska niiden 
tekemiseen kuuluu myös graafista suunnittelua. Kentissä täytyy olla hyvän 
pelattavuuden lisäksi hyvä ulkonäkö, ja graafisten elementtien laatu ei takaa 
sitä, vaan myös niiden sommittelulla on väliä. Pelille ohjelmoitiin oma 
kenttäeditori, jolla kaikki kentät rakennettiin. 
Sommittelun säännöt ovat kenttien rakentamisessa melko samat kuin 
kuvataiteessa ja valokuvauksessa. Kentästä saa hyvän näköisen, kun siinä on 
vaihtelua tarpeeksi. Mikään yksittäinen asia ei saa kerätä liikaa huomiota, ja 
asioiden täytyy olla tasapainossa ulkonäöllisesti. Toistuvia alueita tulisi välttää 
tai peitellä. Esimerkiksi isot tyhjät alueet tai alueet, joissa on pelkkää 
yksitoikkoista maastoa, näyttävät huonolta. (8, s. 74 – 93.) 
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Sopivien värien valitseminen auttaa tekemään kentästä mielenkiintoisen 
näköisen. Väreistä tulee muodostaa tasapainoinen setti, jossa on tarpeeksi 
variaatiota pitäen katsojan mielenkiinnon, mutta jossa on myös yhtenäisyyttä, 
joka pitää kokonaisuuden luonnollisen näköisenä. Kentässä ei saa siis näkyä 
esimerkiksi pelkästään vihreän eri sävyjä, vaan mukaan on sekoitettava 
muitakin värejä. Kentän väripaletissa ei kuitenkaan saa olla vain väriarvojen 
ääripäitä. (8, s. 105.) 
6 Testaus ja muutokset 
Kun peliin saatiin implementoitua kaikki halutut ominaisuudet, sille tehtiin 
testauksia eri pelilaitteilla. Eniten testejä tehtiin pöytätietokoneella, koska sillä 
se oli nopeinta ja sillä pystyi tarkistamaan pelimekaniikan bugit ja muut 
ohjelmointivirheet. Suorituskykytestit oli kuitenkin pakko tehdä mobiililaitteilla, 
koska niillä pelin valmista versiota tullaan pelaamaan. Testejä tehtiin iOS- ja 
Android-tableteilla. 
Eräs grafiikkaan liittyvä seikka, joka ilmeni heti testien alussa, oli se, että eri 
laitteiden ruuduilla värit näkyvät eri tavalla. Erityisesti vihreät värit olivat joillain 
laitteilla paljon tummempia kuin miltä ne näyttivät tietokoneella piirrettäessä. 
Tämän takia väreihin ei kuitenkaan ole järkevää tehdä muutoksia, koska joillain 
laitteilla värit näkyvät kuten niiden oltiin suunniteltu näkyvän. Suuren 
näyttöresoluution ja tarkkojen kuvien takia pelin kuvataajuutta ei saatu 
pysymään jatkuvasti tasaisena 60:ssa kaikilla pelilaitteilla. Tämän takia 
kuvataajuus lukittiin 30:een. Peli on pelattavuudeltaan melko nopeatempoinen 
ajoittain, joten kuvataajuuden rajoittaminen näin alhaiseksi vaikuttaa hieman 
pelaamiseen ja tekee siitä vaikeampaa. Pelaaminen kuitenkin onnistuu. 
Suorituskykytestauksissa kävi ilmi, että osa grafiikkaan valituista tekniikoista 
tuottaa vieläkin suurempia ongelmia joillain laitteilla. Tekniikat saattoivat välillä 
pudottaa pelin kuvataajuuden niin alas, että pelattavuus muuttui täysin 
kelvottomaksi. Tästä syystä joidenkin asioiden toteutus mietittiin uudelleen ja 
tekniikoita muutettiin. 
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6.1 Lumitehoste 
Lumitehoste, jossa hyödynnettiin shader-tekniikkaa, käytti liikaa laskentatehoja. 
Lumi näytti hyvältä mutta siitä johtuva pelin alhainen kuvataajuus teki 
pelattavuuden kelvottomaksi. Shader-tekniikasta luovuttiin ja lumelle piirrettiin 
uusi tekstuuri.  Ilman shaderia päällekkäisten spritejen reunat eivät kuitenkaan 
haittaa ulkonäköä kovin paljon, jos lumitekstuurissa käytetään vain vähän eri 
värejä sekä sopivaa kuviointia. Esimerkiksi jos käytettävä tekstuuri olisi 
tasavärinen, sen saumakohdista ei tarvitsisi huolehtia lainkaan ja siksi shaderin 
käyttöä ei tarvitsisi silloin edes harkita. Kuvassa 12 näkyy punaisen nuolen 
osoittama spriten reunakohta, joka erottuu taustalla olevasta samanlaisesta 
spritestä, kun shaderia ei käytetä. Jos shaderia käytetään, kuvion saumoja ei 
näe. 
 
Kuva 12. Päällekkäiset spritet ilman shaderia ja sen kanssa. 
6.2 Taustamaisema 
Pelin taustamaisemassa käytettävä parallax scrolling –tekniikka osoittautui 
yllättävän raskaaksi ja siksi sitä täytyi optimoida. Alunperin käytimme taustoissa 
neljää tasoa, mutta nyt niiden määrä pudotettiin kahteen. Kaksi taaimmaista 
tasoa liitettiin yhteen, ja sama tehtiin myös kahdelle lähimpänä olevalle tasolle. 
Nyt tausta tarvitsee siis vain kaksi maisematekstuuria ja kaksi tasoa. Taustan 
syvyysvaikutelma ei ole enää niin tehokas kuin aiemmin, mutta tällä 
muutoksella saatiin parannettua pelin suorituskykyä. 
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Joissain maailmoissa taustamaisemat eivät erottuneet pelialueesta tarpeeksi 
selvästi, koska niiden värisävyt olivat liian samanlaiset. Ongelmaa pahensi 
myös se, että taustamaiseman grafiikassa oli yhtä suuria kontrastieroja kuin 
pelialueen grafiikassa. Tämä korjattiin pudottamalla taustan kuvien kontrastia ja 
lisäämällä niihin sinisyyttä. 
6.3 Kentät 
Pelialueen maastossa käytetty polygon terrain –tekniikka toimi ongelmitta 
pienissä ja suhteellisen yksinkertaisissa kentissä. Monimutkaisissa kentissä 
maasto tarvitsi paljon laskentatehoa, joka esti pelin pelaamisen hyvällä 
kuvataajuudella mobiililaitteilla. Myös pelialueella olevien hahmojen ja muiden 
objektien määrällä oli merkitystä suorituskyvyn kannalta, mutta niiden määrälle 
ei voi asettaa selvää rajaa, koska eri objektit käyttävät laskentatehoa eri tavalla. 
Sopiva määrä maaston muodostaville muodoille tuntui olevan alle 300 
polygonkolmiota. Jos maasto käytti enemmän kuin 300 kolmiota, suorituskyvyn 
kanssa ilmeni ongelmia. Kolmio on yksinkertaisin mahdollinen polygonmuoto, ja 
kaikki monimutkaisimmatkin polygonit, joissa on esimerkiksi yli 10 kulmaa, 
voidaan jakaa kolmioihin, ja niiden määrällä optimoinnin kannalta on merkitystä. 
7 Yhteenveto 
Opinnäytetyössä saatiin valmiiksi peli joka toimii kuvataajuudella 30 FPS 
keskitason mobiililaitteilla. Peli voidaan kääntää Game Makerin avulla Android- 
ja iOS-laitteille toimivaksi. Projektissa käytettiin erilaisia grafiikkatekniikoita ja 
nähtiin, kuinka ne soveltuvat mobiilipelien kehitykseen. Myöhemmin pelille 
etsitään ulkopuolinen julkaisija, joka pystyy tarjoamaan sille näkyvyyttä 
mainoksien avulla, jotta se saisi julkisuutta ja menestyisi mobiilisovellusten eri 
jakelualustoilla. 
  
28 
Nykyajan mobiililaitteilla on vieläkin varsin rajalliset tehot verrattuna nykyajan 
pöytätietokoneisiin. Optimointi on tärkeää myös kaksiulotteisissa peleissä 
vaikka voisi luulla, että kaksiulotteiset pelit toimisivat minkälaisella toteutuksella 
tahansa nykyajan pelilaitteilla, koska kaksiulotteisia pelejä on nähty 
pelikonsoleilla jo usean vuosikymmenen ajan. Toisin kuin ennen, nykyään 
laitteiden laskentatehoa käytetään monimutkaisiin fysiikka- ja 
törmäysmallinnuslaskuihin sekä tarkkojen kuvien renderöintiin. Jos tämän 
opinnäytetyön pelissä oltaisiin tyydytty alhaisempaan kuvien resoluutioon, 
korkeampi kuvataajuus olisi luultavasti ollut mahdollista saavuttaa. Kuvassa 13 
näkyy kaksi kuvakaappausta valmiista pelistä. 
 
Kuva 13. Valmis peli. 
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