Abstract. Metamodel evolution is rarely driven by empirical evidences of metamodel drawbacks. In this paper, the evolution of the use case metamodel used by the publicly available requirements management tool REM is presented. This evolution has been driven by the analysis of empirical data obtained during the assessment of several metrics-based verification heuristics for use cases developed by some of the authors and previously presented in other international fora. The empirical analysis has made evident that some common defects found in use cases developed by software engineering students were caused not only by their lack of experience but also by the expressive limitations imposed by the underlying use case metamodel used in REM. Once these limitations were clearly identified, a number of evolutionary changes were proposed to the REM use case metamodel in order to increase use case quality, i.e. to avoid those situations in which the metamodel were the cause of defects in use case specifications.
Introduction
Metamodel evolution is usually based on a previous theoretical analysis. The usual evolution vectors are elimination of internal contradictions, simplification of unnecessary complexities, or enhancement of expressiveness in order to model unforeseen or new concepts [1, 2] . In this paper, the evolution of the use case metamodel implemented in the REM requirements management tool [3] is described. This evolution has been driven not by a theoretical analysis but by the analysis of empirical data obtained during the assessment of several metrics-based verification heuristics for use cases developed by some of the authors (for a description of the verification heuristics and their implementation in REM using XSLT, see [4] ; for their empirical assessment and review, see [5] ). This empirical analysis has revealed that some common defects in use cases developed by software engineering students had their roots in the underlying REM metamodel, therefore making its evolution necessary in order to increase requirements quality.
The rest of the paper is organized as follows. In the next section, the initial REM use case metamodel is described. The metrics-based verification heuristics that originated the metamodel evolution are briefly described in section 3. In section 4, the results of the empirical analysis in which the problems in the metamodel were detected are presented. The proposed changes to the metamodel and their analysis are described in section 5. In section 6, some related work is commented and, finally, some conclusions and future work are presented in section 7.
Initial Use Case Metamodel
The initial use case metamodel, i.e. the REM metamodel [4] , is shown in Fig. 1 . This metamodel was designed after a thorough analysis of several proposals for natural language use case templates like [6, 7, 8, 9] . One of the goals in mind when this initial metamodel was developed was to keep use case structure as simple as possible, but including most usual elements proposed by other authors like conditional steps or exceptions.
Apart from inherited requirements attributes, a use case in REM is basically composed of a triggering event, a precondition, a postcondition, and a ordinary sequence of steps describing interactions leading to a successful end. Steps are composed of one action and may have a condition (see Fig. 1 ). Three classes of actions are considered: system actions performed by the system, actor actions performed by one actor, and use case actions in which another use case is performed, i.e. UML inclusions or extensions, depending on whether the step is conditional or not [10] . Steps may also have attached exceptions, which are composed of an exception condition (modeled by the description attribute), an action (of the same class than step actions) describing the exception treatment, and a termination attribute indicating whether the use case is resumed or canceled after the performance of the indicated action.
Another metamodel goal was to make XML encoding simple so the application of XSLT stylesheets were as efficient as possible. In REM, XML data corresponding to requirements is transformed into HTML by applying a configurable XSLT stylesheet, thus providing a WYSIWYG environment for requirements management (see Fig. 2 ). 
