In the highly dynamic design environments, task allocation is subject to considerable design changes. The task reallocating to cope with various unexpected design changes becomes an increasingly important issue in the complex product design (CPD). In this paper, we propose a task reallocating model based on an adaptive multi-objective genetic algorithm and Tabu search (AMOGATS) method to study the dynamic task allocating procedure considering design changes, which integrates the advantages of adaptive genetic algorithm and Tabu search algorithm. Three objectives, i.e. completion time, robustness and stability, are considered simultaneously to measure the task allocation performance. A real example is employed to test and evaluate the performance of proposed method. The computational results imply that the proposed AMOGATS performs better than the heuristic algorithms available in the literature, which has more advantages on the convergence rate and running efficiency than the other algorithms, along with a better solution. This work provides a useful decision support to carry out the task reallocating with high levels of flexibility and efficiency during the process of CPD.
I. INTRODUCTION
The problem of allocating and coordinating the complex product design (CPD) activities is central to the manufacturing enterprises. Effective and efficient task allocating is vital to the success of CPD facing the fierce market competition [1] . In the process of CPD, the task allocating among designers with different knowledge domains is a fundamental link [2] , [3] . CPD can be seen as a resource-complicated and process-complicated system engineering, whose multiple interrelated elements raise the difficulty of task allocating. Allocating is a decision-making process that assigns the limited resources (designer, tool, equipment, documentation, etc.) to pre-specified execution sequences over time according some constraints with one or more objectives [4] , [5] . The existing literatures on allocating problems mainly The associate editor coordinating the review of this manuscript and approving it for publication was Xiangtao Li . consider the static environments and deterministic perspectives [6] - [8] . However, the actual task allocating problem of CPD in real scenario is dynamic and uncertain. Facing the complex and dynamic market competition environment, the innovation of technology and process will accordingly appear, which will then bring the change of complex product structure and configuration [9] . Meanwhile, the customer requirements will also show the characteristics of uncertain and dynamic, which is another important factor of complex product design change [10] , [11] . Therefore, design changes in CPD will inevitably occur, which can guarantee the execution of an allocation exactly. Design changes can be mainly divided into two groups, which are the resource-related changes and the task-related changes [12] . Specifically, the resource-related changes mainly include resource unavailability, resource withdrawal, tool failures, designer absence and resource capacity decrease, etc., and the task-related changes mainly contain task cancellation, task adjustment, wrong arrival time of tasks, due date changes and rush tasks, etc [13] . The performance of task allocating often differs from the plans because of the design changes. The deviations in execution times and other uncertain events lead the allocations to inaccurancy or infeasiblity, which will upset the overall performance of CPD. Hence, task reallocating is needed and triggered to reduce the above negative influence.
When resource unavailability occurs, the allocating may shift away from the baseline allocation, which mainly has two types of negative impacts on the initial scheme, i.e. the performance-degrade and variability, whose effects are mainly about the robustness and stability [14] , [15] . Therefore, taking robustness and stability into account is necessary for task reallocating in CPD. Robustness refers that the performance of an allocation is insensitive to the presence of changes, which can be mainly classified into quality robustness and solution robustness. In practice, the designers mainly concentrate on the performance of the reallocated schemes rather than the original ones. Hence, it is more appropriate to optimize the reallocated scheme than the original scheme. Based on the above consideration, we focus on optimizing the quality robustness (reallocated total tardiness) rather than the solution robustness in this work. On the other hand, stability is usually an important measurement for task allocation in practice, which can be defined as the attributes that the time table of reallocating should catch up with the original plan as close as possible. Any deviation can increase the system nervousness, and disturb the allocation performance. Several measures of stability have been proposed in recent studies, such as the sum of the squared and absolute differences of the execution times, and the sum of the variances of the reallocated execution time [16] , [17] . In this paper, we use the most common approach to measure the stability, which is the task execution time. Design change can make task allocation performance far from the expectation in practice. However, research on task reallocating have not been investigated design change very well in the existing works [18] , [19] . Due to the combinatorial nature, reallocating problems are computationally complex. Design change and real-time events are difficult to be expressed by the mathematical model. In this study, we try to make a trade-off between the makespan, tardiness, and stability based on a task reallocating model, which will be subjected to design change. Then, the reallocating problem with resource unavailability, and the periodic reallocating, a hybrid-driven of periodic and event, are proposed to manage the possible impacts. Moreover, we further develop an adaptive multi-objective Tabu search and genetic algorithm (AMOGATS) to solve the complex task reallocation problem in CPD. Therefore, the main contribution of this work is the proposal of a new method to optimize the task reallocating performance in CPD facing the design changes, which aims to provide a useful decision support for managers to make a more efficient and flexible task allocation schedule and to improve the whole performance of CPD.
The structure of this paper is organized as follows: Section 2 briefly discusses and reviews the related works. In section 3, we describe the problem and propose the performance measures for task reallocating in CPD. Section 4 develops a task reallocating approach and algorithm. An illustrative case study is discussed in Section 5. Finally, Section 6 presents the conclusion and future work.
II. LITERATURE REVIEW
Since this study focuses on the problem of task reallocation considering design changes in CPD, the literatures on design change, dynamic allocating and reallocating approaches are most relevant. The studies on design change are reviewed firstly. Design change is inevitable in the process of CPD. Ying et al. [20] propose a multi-mode resourceconstrained scheduling method for complex product design. Johnson et al. [21] propose a systematic method to investigate the influence of demand transformations and uncertain demand changes on decision making of product design. Wright [22] studies the design change produced by driving force, and states that design change could be an opportunity for the improvement of product design. In a later study, Fernandes et al. [23] present an imprecision management method aiming to support large organizations to foster design process improvement, and thus provide a useful support for design process management. Design change quantification and management is a foundational topic in CPD, which is associated with researches across a wide range of sciences and applications. Although variability, aleatory and stochastic uncertainty in design change are usually considered in dynamic allocating, design change is generally associated with unavailability of resource, which should get serious consideration in the task allocating of CPD.
The task allocating problem in CPD is similar to the job shop scheduling, which belongs to the optimal scheduling problem with uncertainty and constraint. Literature on dynamic scheduling has been classified into three categories: completely reactive scheduling, predictive-reactive scheduling, and robust pro-active scheduling [24] , [25] . Reactive scheduling is generated in advance and makes the decisions in real-time when necessary. Although priority dispatching rules are frequently used, global scheduling is significant to improve the schedule performance compared to muopic dispatching rules. Predictive-reactive scheduling is defined as a scheduling/rescheduling process in which schedules are revised in response to real-time events. Robust pro-active scheduling focuses on minimizing the differences between the anticipate disruptions and realized schedules [26] . Pinedo and Hadavi [27] provide an up-to-date coverage of important theoretical models. In the scheduling literature as well as the important scheduling problems of real world, we can see a concise summary of stochastic scheduling results. Huang [28] propose a dynamic scheduling method with the object of the shortest project implementing time in order to optimize the design task scheduling and make adequate use of resources in concurrent engineering. Moreover, the dynamic scheduling need to take into account different dispatching rules. Han et al. [29] proposes a two-stage energy-saving optimization method for Flexible Job-Shop Scheduling Problems to deal with the complex process constraints and dynamic manufacturing tasks in flexible manufacturing system. Dominic et al. [30] attempts to provide efficient dispatching rules by combining different dispatching rules for dynamic job shop scheduling. Taking the dynamics of tasks and providers into consideration, Wang et al. [31] develop a dynamic tasks scheduling algorithm based on weighted bi-graph model.
In the process of CPD, the design changes are always with the task reallocating in order to guarantee the success of complex product redesign. Task reallocating needs to address three criteria: reallocating strategy, when to reallocate, and reallocating method. Firstly, for the reallocating strategy, two main strategies are mainly considered in the existing literature [32] : complete rescheduling and schedule repair. Complete rescheduling regenerates a new schedule from scratch. Schedule repair refers to some local adjustment of the current schedule. The decision whether to carry out complete reschedule or schedule repair, and which strategy is chosen to react to design change is another problem of practical importance. To deal with this problem, the efficiency, stability and robustness are used to evaluate the performance of rescheduling strategies and to select the best strategy. In order to meet the two requirements, that is containing the number of changes to the existing plan and minimizing the delays due to the newly planned order, Caricato and Grieco [33] propose an alternative approach to combine the effective aspects of online scheduling and rescheduling. Vieira et al. [34] present a new analytical method to predict the performance of rescheduling strategies and quantify the trade-offs between different performance measures. Azizoglu and Alag [35] consider the total flow time as an efficiency measure and stability is gauged in terms of the number of jobs processed on different machines in the original and new schedules. Jensen [36] state that neighbourhood-based robustness with few critical points can be expected to improve flexibility on problems. Rangsaritratsamee et al. [37] propose a reallocating method using a multi-objective performance measure which combine both efficiency and stability measures. Fattahiand and Fallahi [38] propose a multi-objective mathematical model with the objective to make a balance between efficiency and stability of the new schedules.
Regarding the second criteria, when to reallocate, the most common reallocating strategies are the periodic-driven, hybrid-driven, and event-driven strategies [16] , [34] , [39] . Under the periodic strategy, reallocating occurs regularly with a constant time interval between consecutive reallocating events. Under the hybrid strategy, reallocating occurs not only periodically but also whenever a machine failure or repair occurs. Under the event-driven strategy, reallocating occurs when the number of jobs that have arrived since the last reallocating event reaches a specific threshold. Based on the above typical strategies, many scholars have proposed improved reallocating strategies for a variety of scenario. Yamamoto and Nof [40] study the event driven reallocating policy for job shop scheduling environment with random machine breakdowns. Lu et al. [41] propose a strictly periodic and preemptive partition scheduling strategy to enhance the schedulability of the complex partition sets. Church and Rehauzsoy [42] develop a model to reallocate the system periodically, as well as when an excepted design change occurs. Zhang et al. [43] design a rolling horizon driven strategy based on due date deviation tolerance to reduce the frequency of rescheduling.
As for the reallocating method, there are many methods to solve the task reallocating problems, and most of them show a good performance. Liu et al. [44] developed a genetic local search algorithm to balance the efficiency and stability of task reallocating. Similarly, a meta-heuristic algorithm based on the genetic algorithm is proposed by Fattahi and Fattahi [38] to optimize the reallocating schedules. Su et al. [39] propose a beam search heuristic to solve large problems for robustness and stability measures to generate better reallocating schedules. Xiong et al. develop a hybrid multi-objective evolutionary approach to solve the multi-objective flexible job-shop scheduling problem, and experiment results show that this approach can obtain Pareto-optimal solutions with better quality and diversity [45] . Based on the above research, the task reallocating problem is well known as a NP-hard problem, and the heuristics, meta-heuristics, multi-agent systems and other artificial intelligence methods are used to solve it in most literature. What methods are most suitable for dynamic scheduling is an important issue. Advantages and disadvantages of these methods have been discussed by some published works [46] , [47] . Genetic algorithms were found not efficient to obtain a near-optimal solution in a reasonable time compared to Tabu search and simulated annealing which operate on a single configuration [48] . Moreover, integrating neural networks, simulation, and expert systems seems to have a lot of promise. Multi-agent systems provide capabilities of integration, robustness and reactivity, flexibility, heterogeneity, and autonomy [49] , [50] . In developing practical integrated reallocating, it is necessary to combine together different methods to endow the task reallocating system with the required flexibility, stability and robustness [51] . Therefore, in order to be more applicable in task reallocating of CPD, we proposed a model for the task reallocating problem combining the hybrid-driven of periodic and event considering design change in this paper. Furthermore, we develop an adaptive multi-objective Tabu search and genetic algorithm (AMOGATS) to solve the problem in subject to the trade-off between completion time, robustness and stability.
III. PROBLEM FORMULATION A. PROBLEM DEFINITION
Two sub-problems of routing and sequencing are divided in the task reallocating problem of CPD. In general, most of the studies apply the two sub-problems simultaneously. In the integrated approach, keeping the complexity of the problem usually results in higher quality of solutions in a practical situation.
Considering that the required granularity of resource and the division granularity of task are related, we assemble a specific organizational structure that can combine a certain type of design tasks. This combination is defined as Virtual Design Unit (VDU), designer is the execution subject in a VDU. Based on the above definitions, Design Resource Set is defined as the set of VDUs in which all tasks are performed [52] . Therefore, the issue of task reallocation in CPD can be described as follows: A design process contains m VDUs, presented by set of {U 1, U 2, . . . , U m }, and a product to be designed is decomposed into n tasks {T 1, T 2, . . . , T n } after decomposition. Definitions and hypothesizes of a reallocating problem are as follows.
Definition 1: Design tasks can be decomposed into a series of determined design sequences. Let T ij , j = 1, 2, . . . , N i denote the design sequences of task i, Ni denotes the number of design sequences of task i. Moreover, suppose that T ij U denotes the set of VDUs that can perform the sequence T ij .
Definition 2:
T ij and T pq is performed by VDU k, and T ij has the priority Y ijpqk = 0, otherwise Based on the above definitions, Xijk denotes the condition whether the sequence T ij can be performed by VDU k. Yijpqk is the priority condition of T ij , when the sequence T ij and T pq can be both performed by VDU k.
Furthermore, we suppose that the relationship between tasks that had been decomposed is unambiguous, and the design resources they need are explicit. The arrival time and execution time of task are both known based on the historical data. Resources are limited during the dispatching period, and the task will not stop once it is executed. The number of tasks is not less than the number of VDU. According to these requirements, we use the following formulas to express the constraints.
where S, E and C respectively denote the starting time, execution time, and completion time of task. Formula (1) implies that each VDU can only perform the next task after finishing the previous task. Formula (2) reflects the priority of design sequence, that is, T ij starts when T i(j−1) is completed. Formula (3) denotes T ij can be only performed by T ij U . Formula (4) denotes the completion time.
B. PERFORMANCE MEASURES
In this work, a task reallocation plan is assumed to be robust and stable if it has less deviation in makespan and sequence between the original allocation and reallocation after design change. However, a multi-objective performance measure should be applied as the objective function to construct reallocations. The task reallocation efficiency, robustness, and stability are regarded as the measures to evaluate the task reallocating solutions in this work.
1) EFFICIENCY MEASURE
The allocation efficiency factor is evaluated by makespan, and the smaller makespan implies higher resource utilization. We define the total time required to execute a group of tasks in one VDU as the makespan. Considering the hybrid-driven policy in dynamic reallocating environment, the makespan should be modified to ensure that all tasks in rescheduling point will not be missed. The makespan objective function can be described as:
2) ROBUSTNESS MEASURE It is expected that the original allocation should be insensitive to the design change, i.e., the allocation should have a strong robustness. In this study, we use the total tardiness measure as the robustness measure.
where DD ijk denotes the due date of tardiness. For CPD, tardiness only occurs when C ijk ≥ DD ijk .
3) STABILITY MEASURE
For calculating the stability, the most frequent way is to compare their completion time. In this study, we use the sum of difference between the completion times of the original allocation and the reallocation as the stability measure [13] , [53] .
In this equation, n is the number of tasks, N i is the number of sequences of task T j , C r ijk is the reallocated completion time of T ij .
Based on the above analysis, the final objectives function for task reallocation can be described as:
where α, β, γ represent the weights of the three performance measures.
IV. TASK REALLOCATING APPROACH
A. REALLOCATING PROCESS CPD can be deemed as an extremely resource-complicated system with multiple related elements, as well as a processcomplicated system. The complexity of CPD system requires a self-adaption to dynamic design environment and a quick response to random design change. An event driven policy rescheduling is triggered when pre-specified conditions hold in response to the unexpected change. Periodic driven reschedules the timetable at a regular time interval, the schedule is executed and not revised until the next period comes. However, a lower rescheduling frequency decreases the number of set ups. The periodic driven regenerates more stability and less nervousness, and event driven rescheduling regenerates lower computational burden and higher predictability. The hybrid-driven policy combines the advantages of periodic driven and event driven. Since regular events occurring between routine rescheduling are ignored until the next rescheduling, it achieves a reasonably good performance. Therefore, in this paper, we study the task reallocating based on hybrid-driven policy. The general process of hybrid-driven policy is summarized in Fig. 1 . First, we need to define the execution state. In this study, all execution sequences have been divided into four states: unresolved S 1 , to be resolved S 2 , being resolved S 3 and resolved S 4 . Second, we consider that the state changes when the hybrid-driven policy generate and implement design process at each reallocating point. Resource unavailability (RU) is the representative of event. Event reallocating must be launched immediately to respond to RU, and all the executing sequences must be cancelled at that moment. Then, the system will formulate a new allocation, and sequences in S 3 must be switched into S 2 . After the recovery of RU, the related VDU can re-execute task. When a periodic reallocating arrives, a certain number of sequences from S 1 should be selected to S 2 , then, all execution sequences in S 2 will enter into the next allocating optimization.
B. AMOGATS FOR TASK REALLOCATION
Based on the above analysis, task reallocation for CPD is a typical multi-objective optimization problem. For the multi-objective optimization problem, the classical optimization methods (including Min-Max Approach, Weighted Sum Method, ε−Constraint Method et al.) can hardly obtain the optimal results quickly [6] , [54] , [55] . To efficiently solve these problems, the hybrid intelligent optimization algorithms integrating the heuristic algorithms and other intelligent optimization algorithms are developed and show the flexibility and advantages. In this work, by integrating the adaptive genetic algorithm (AGA) and Tabu search (TS), we develop a new adaptive multi-objective genetic algorithm and Tabu search (AMOGATS) method to solve the task reallocation problem for CPD. Specifically, the memory function of TS is introduced into the evolutionary search process of AGA. Meanwhile, to obtain a better climbing ability of GA, TS is used to modify the mutation process of GA based on the excellent climbing ability of TS. Therefore, AMOGATS integrates the advantages of GA with multi-starting points and TS with unique memory function and strong climbing ability, which can obtain the optimal solution with a higher probability. The flowchart of the proposed method is shown in the Fig. 2 . The procedures of AMOGATS algorithm are shown as following:
Step 0: Parameter setting. The maximum iteration is set as N gen , population size is N pop , crossover probability is p c , and mutation probability is p m .
Step 1: Initialization. Let the number of allocations be n = 0, t s,n = 0, where t s,n denotes the nth starting time. W denote the maximum number of tasks, and initialize task states S 1 , S 2 , S 3 and S 4 .
Step 2: Perform the following operations in task window.
Step 2.1: Let evolution generation be t = 0, S ijk = t s,n . Step 2.2: In this step, we generate the initial population P (popsize), and implement chromosome encoding. The chromosome needs to avoid generating infeasible solutions after the crossover and the mutation operations. All sequences of a task are specified a unified symbol, and can be explained according to their appearance order in chromosome. In this paper, we propose a bi-layer coding method with combing tasks and VDUs. The first layer is encoded based on design sequences. Suppose a chromosome [3 1 2 2 1 3 1 2 1] is given, where {1, 2, 3} denotes the corresponding task {T 1 T 2 T 3 } respectively. {T 1 T 2 T 3 } contains 4, 3, 2 sequences respectively. The first gene 3 represents the first sequence of the 3th task to be executed first on the corresponding VDU. Then, the second gene 1 represents the first sequence of the first task, and so on. Therefore, the chromosome [3 1 2 2 1 3 1 2 1] is denoted as [T 31 T 11 T 21 T 22 T 12 T 32 T 13 T 23 T 14 ]. The second layer is VDUs coding, which means T ij can be formed by any one in T ij U . As shown in Table 1 , T 31 can be completed by any one in T 31 U . By such coding rule, it can satisfy the constraints of tasks and the relationship between tasks and VDUs.
According to the requirement, the kth VDU is selected to execute T ij according to the principle of shortest execution time and no conflicts.
Step 3: The completing time of the first sequence T i1 in task i can be obtained by formula (4) . As for other sequence, the start time of T i (j + 1) is equal to the completing time of the T ij . After obtaining the completing time of each sequence, the fitness value of tasks can be obtained using formula (8) .
Step 4: According to the roulette wheel selection method, the chromosome with the number of N pop from the population is selected, and then placed into a mating pool. F i denotes the fitness value of the chromosome, and its selected probability of can be obtained as
Step 4.1: The self-adaptive crossover probability p c is defined as Step 4.2: The self-adaptive mutation probability p m is defined as
where Pc and Pm are the crossover and mutation probability respectively. f max and f avg are the maximum and average fitness value of population. f is the higher fitness of the two crossover individuals, f * is the fitness value of the mutation individual.
Step 5: Crossover.
Step 5.1: The restructuring randomly generates the number r i , range [0, 1], i = 1, 2, . . . , N pop . If n < p c , the ith chromosome in the mating pool serves as a crossed parent, and p * c as the mean value.
Step 5.2: Crossover each pair of parents to generate two offspring. Step 5.3: Introduce the TS to restructure the offspring obtained by crossover.
Step 6: Mutation.
Step 6.1: In the mutation process, the number r i ∈ [0, 1], i = 1, 2, . . . , N pop is randomly generated. If r i < p m , the TS is used to modify the mutation operation for the ith chromosome.
Step 6.2: t = t + 1 , if t < N gen , go to step 4 and perform the next iteration. Otherwise, stop the allocating scheme, and output F i .
Step 7: Once design change occurs, additional measures may be adopted. If there is a RU or a periodic point, reallocating must be launched immediately. If the periodic point has not arrived, switch into waiting state until the next point coming. Detailed operations have been mentioned in 4.1.
V. CASE STUDY A. EXPERIMENTAL DESIGN
A wind turbine is adopted as the case to illustrate the proposed method in this paper. In this case, the wind turbine mainly contains 10 VDUs. The 10 VDUs correspond to 15 design tasks, and different task has different number of design sequences. In this paper, we totally consider 56 design sequences. Detailed relationship of VDUs and tasks is showed in Table 2 . Without loss of generality, we set the maximum iteration N gen = 100, population size N pop = 30, self-adaptive crossover ratio parametersP c1 = 0.9, P c2 = 0.8, mutation ratio parameters P m1 = 0.1, P m2 = 0.03. By consulting with the managers in this case, the weights of three objectives is adopted as value α : β : γ = 5 : 1 : 1. In this case, we consider the reallocating period P = 50. Additionally, VDU 1 and VDU 6 are unavailable at the time 100, 60 and recover at the time 120, 80 after obtaining optimal solution of static initial design scheme. Fig. 3 and Fig. 4 reveal that the proposed hybrid-driven reallocating method can respond to design change efficiently. We can calculate the objectives from Fig. 4 , minf = 2900, RM = 230, SM = 1520. The maximum completion time in static allocating is 220, while it extends to 230 where two RUs and reallocating period are considered. Obviously, without reallocating strategy. Design change in 60 of VDU 6 and 100 of VDU 1 will lead to a stagnation of T 12 and T 11,2 directly, then the consecutive sequences will be postponed until the VDU available. The completion time must be much greater than 230 in hybrid-driven reallocating method. From Fig. 4 , in the process of allocation, there are 5 times in periodic driven reallocating, 2 times in event driven reallocating.
B. RESULTS AND DISCUSSIONS
A comparison of AMOGATS proposed in this paper with the AMOFDSA [23] , the GATS is conducted considering P = 50, 2 RUs as the same in case study. Self-adaptive crossover ratio parameters P c1 = 0.9, P c2 = 0.1, mutation ratio parameters P m1 = 0.1, P m2 = 0.03, in GATS, P c = 0.9, P m = 0.9. Running the algorithms 20 respectively, the algorithms' performance is shown in Table 3 , and the curves of the function value are shown in Fig. 5 .
As shown in Fig. 5 , GATS, AMOGA, AMOFDSA and AMOGATS respectively converge after 51, 29, 16 and 9 generations. Moreover, the optimal result of AMOGATS is 99.9177, which is the best in our verification. In addition, GATS, AMOGA and AMOFDSA need more time than AMOGATS to obtain the optimal solution in the same operating environment. Obviously, for the problem of task reallocation in CPD considering design change, it is not hard to conclude that AMOGATS has more advantages on the convergence rate and running efficiency than the other algorithms, along with a better solution.
C. FURTHER DISCUSSION
We set the arrival time and recovery time of RU and reallocating period as determined values in case study. However, the arrival time and recovery time of RU are always not sure. Determining the rescheduling period is also a difficult task. This paper further analyzes the impact of rescheduling period, arrival time and recovery time on the performance of CPD. We use MITA to denote the mean interval time of RU arrival, and MTTR to mean time to recover. MITA and MTTR perform the best for the case with an exponential distribution. L u denotes the level of RU in the process of CPD, that is the percentage defined by formula L u = MITA/ (MITA + MTTR). In this paper, we consider 5 different P, 2 different L u , and 2 different value of MITA. Therefore, there are total 5 × 2 × 2 = 20 experiments. Table 4 illustrates the experimental conditions. In this part, 3 mentioned change factors are performed on the results. From the distribution in Table 4 , the optimal solutions revolve around row range from 6-12, it shows better performance when P distributes in [40] , [60] . In order to get a more precise inference, we test data from [40] , [60] subsequently. Eventually, it reaches a peak when P = 50, that's why we use P = 50 in our case study. In addition, L u has a negative impact, L u = 0.1 is poorer than L u = 0.05 in general. When L u = 0.05, it has a larger time interval between arrival of RU, especially, MITA = 10, MTTR = 195. Thus, on an average of 195 time units a RU arrival and then unavailable with a mean time to recover of 10 time units. It is worth mentioning that interval [195, 205] coincides 4 reallocating period nearly. When event-driven point meets the periodic point, it could save lots of energy by reducing reallocating frequency, which can improve the design performance.
VI. CONCLUSION AND FUTURE WORK
In this paper, a new task reallocating method is developed based on a hybrid-driven policy of periodic and event driven to cope with design changes. The results obtained from a real case show that hybrid-driven policy merging with the advantages of periodic driven and event driven could respond to real-time design change quickly and keep the robustness and stability of design system. Furthermore, an AMOGATS algorithm is proposed to solve the dynamic task reallocating problem. The real example along with the comparison with other algorithms show the efficiency and advantage of the algorithm, which outperforms other algorithm for the multi-objective complex task reallocating problem.
Moreover, the application conditions and influencing factors are further analyzed to investigate the appropriate reallocating period and make a better control of task allocation. However, in practice, there are different kinds of design change types and different factors influencing the performance of task allocation. In this paper, we only studied one change type and two simple impact factors. It is needed to consider more types of change and impact factors simultaneously in future. Moreover, the design changes are random, and the reallocations probability of resource unavailability and arrival of new tasks have been further studied in latest studies. It is worth to study the random distribution probability of change combining with an appropriate reallocating period in future work.
