In the standard testing theory of DeNicola-Hennessy one process is considered to be a refinement of another if every test guaranteed by the former is also guaranteed by the latter. In the domain of web services this has been recast, with processes viewed as servers and tests as clients. In this way the standard refinement preorder between servers is determined by their ability to satisfy clients.
Introduction
The DeNicola-Hennessy theory of testing [NH84, DH87, Hen88] considers a process p to be a refinement of process q if every test passed by p is also passed by q. Recently, in papers such as [LP07, Bd10, CGP09, Pad10] , this refinement preorder has been recast with a view to providing theoretical foundations for web services. Here processes are viewed as servers and tests viewed as clients. In this terminology the standard (must) testing preorder is a refinement preorder between servers, which we denote by p ∼svr q; this is determined by the ability of the servers p, q to satisfy clients. However in this framework there are many other natural behavioural preorders between processes. In this paper we investigate two; the first, p ∼clt q, is determined by the ability of the clients p, q to be satisfied by servers. For the second we drop the distinction between clients and servers. Instead all processes are viewed as peers of each other and the purpose of interaction between two peers is the mutual satisfaction of both. The resulting refinement preorder is denoted by p ∼p2p q. We give a uniform behavioural characterisation of all three refinement preorders in terms of traces and acceptances sets [NH84, Hen88] . We also give equational characterisations for a finite process calculus for servers/clients/peers.
We use an infinitary version of CCS [Mil89] augmented by a success constant 1, to describe processes, be they servers, clients or peers. Thus p = τ.a.(b. 0 + c. 0) + τ.a.c. 0 is a server which offers the action a followed by either b and c depending on how choices are made, and then terminates, denoted by 0. On the other hand r = a.c. 1 is a test or a client which seeks a synchronisation on a followed by one on c; as usual [Mil89] communication or cooperation consists of the simultaneous occurrence of an action a and its complement a. Thus when the server p is executed in parallel with the client r, the latter will always be satisfied, in that it is guaranteed to reach the successful state 1 regardless of how the various choices are made. But if the client is executed with the alternative server q = τ.a.b. 0 + τ.a.c. 0 there is a possibility of the client remaining unhappy; for this reason p ∼svr q. However it turns out that q ∼svr p because every client satisfied by q will also be satisfied by p.
The client preorder p ∼clt q compares the processes as clients, and their ability to be satisfied by servers. This refinement preorder turns out to be incomparable with the server preorder. For example a. 1 + b. 0 ∼svr a. 1 because of the client b. 1. But a. 1 + b. 0 ∼clt a. 1 because every server satisfying the former also satisfies a. 1; intuitively the extra component of the client b. 0 puts no further demands on servers, because the execution of b will never lead to satisfaction. Conversely a. 1 ∼svr a. 0 because 1 plays no role for processes acting a servers, while a. 1 ∼clt a. 0; a. 1 as a client is satisfied by the server a. 0 while a. 0 can never be satisfied as a client by any server. Behaviour relative to the client preorder ∼clt is very sensitive to the presence of 1 and 0; for example 0 is a least element, that is 0 ∼clt r for any process r. 1 However in general the precise role these constants play is difficult to discern; for example, rather surprisingly we have a.
If we ignore the distinction between servers and clients then every process plays an independent role as a peer to all other processes in its environment. This point of view leads to another behavioural preorder. Intuitively, we say that the process p satisfies its peer q if whenever they are executed in parallel both are guaranteed to be satisfied; in some sense both peers test their partner. Then p 1 ∼p2p p 2 means that every peer satisfied by p 1 is also satisfied by p 2 . This third refinement preorder is different from the server and client preorders. In fact we will show that p 1 ∼p2p p 2 implies p 1 ∼clt p 2 ; but the converse is not true in general. For example 1 + b. 0 ∼clt 1 but 1 + b. 0 ∼p2p 1 because of the peer b. 1. In our formulation 1 + b. 0 and b. 1 mutually satisfy each other, whereas the peers 1 and b. 1 do not.
The aim of the paper is to show that the theory of the standard (must) testing preorder [NH84, Hen88], here formulated as the server refinement preorder ∼svr , can be extended to both the client and the peer refinement preorders.
