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The purpose of this thesis was to automate the creation process of HVAC and BAS device 
lists in civil engineering of business premises. The creation process consisted of adding 
devices into the device list, passing device parameters into the device list, performing cal-
culations based on the device parameters, present the devices in an organized order and 
the creation of a printable output. The old creation process was based on a manual 
spreadsheet program. It had serious problems with calculations and intelligibility.  
 
The goal was achieved by creating a C++-based standalone computer program. The main 
purpose of the program is to receive and process the data retrieved from HVAC and BAS 
CAD-drawings. With the extracted information the program is able to automatically create 
device lists representing the devices in the drawings. The program is also able to carry out 
a series of calculations and logical operations. The calculations are executed in a script 
engine, thus making the creation and editing of the calculation scripts possible without 
programming knowledge. 
 
In the business premises construction industry a single project can easily take several 
years to finish. This thesis just could not cover such a long period of time. Thus all conclu-
sions introduced here are based purely on estimates and feedback. 
 
The results showed a clear improvement in the reliability of the calculations and readability 
of the printouts. This also proved that with modern programming tools and a right attitude, 
businesses unfamiliar with software production can successful carry out in-house pro-
gramming projects. 
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Lyhenteet 
VBA Visual Basic Application. Microsoftin 1990-luvulla kehittämä ohjelmointi-
kieli. Kieli kehitettiin alun perin Office-tuotteisiin. Kieli käyttää hyödykseen 
automatisoitua OLE-ympäristöä ja mahdollistaa ohjelmien välisen kom-
munikoinnin. [1, s. xxi] 
MCSD MagiCAD System Designer. Progman Oy:n kehittämä toimintakaavioiden 
piirto-ohjelma, joka integroituu osaksi Autodeskin AutoCAD-ohjelmistoa. 
Ohjelma toimii tietomalli-ideologialla. 
API Application Programming Interface eli ohjelmointirajapinta. Ohjelmointira-
japinta määrittää miten eri ohjelmien komponenttien tulisi kommunikoida 
keskenään. [2] 
ASE AutoCAD SQL Extension. Kyseessä on ohjelmointirajapinta, joka määrit-
tää tiedonsiirto kommunikoinnin AutoCAD:in ja SQL-tietokannan välillä. 
[3, s. 33-16] 
SFP SFP-luvulla tarkoitetaan ilmanvaihtojärjestelmän ominaissähkötehoa. 
SFP-luvun yksikkö on kW/(m3/s). [4, s. 10] 
LGPLv2.1  The GNU Lesser General Public License version 2.1. GNU:n lisenssi-
standardi, joka mahdollistaa lisenssin alaisen ohjelmistokirjastojen käytön 
kaupallisissa ohjelmistoissa. [5] 
LTO  Lämmön talteenotto on rakennustekniikassa prosessi, jossa energiaa 
siirretään tulo- ja poistoilman välillä sitä varten suunnitellussa laitteessa. 
LVI  LVI tulee sanoista lämpö, vesi ja ilma. Sillä viitataan rakennusten ja ver-
kostojen ilmanvaihtoon, vesi- ja viemärilinjoihin sekä lämmönsäätelyyn. 
[6] 
RAU RAU on lyhenne sanasta rakennusautomaatio. 
dp dp, luetaan delta p tai dp, tarkoittaa paine-eroa. 
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1 Johdanto 
Tämän työn aiheena on tutustua LVI- ja RAU-laiteluetteloinnin automatisointiin. Laite-
luetteloiden automatisointi saavutetaan luomalla sitä varten oma tietokoneohjelma. 
Tietokoneohjelma automatisoi useita luontiprosessin toimintavaiheita aina tiedon ke-
ruusta tulostettuun laiteluetteloon asti. Laiteluetteloiden automatisoinnin keskeisiä ta-
voitteita on vähentää laiteluetteloissa esiintyviä virheitä, parantaa selkeyttä sekä no-
peuttaa luontiprosessia. 
Tämä lopputyö toteutetaan rakennusalan kokonaissuunnittelutoimisto Optiplan Oy:lle. 
Optiplan Oy on osa NCC-konsernia. Kirjoitushetkellä Optiplanilla on toimipisteet Hel-
singissä, Turussa ja Tampereella. Vastuullisena ja laadukkaana yrityksenä Optiplan 
pyrkii aina kehittämään toimintaansa ja palveluidensa laatua. Nykyinen laiteluettelo 
koetaan epäselväksi ja sen käytössä on useita virhealttiita vaiheita. Virheistä seuraa 
helposti tarpeettomia kulueriä sekä viivästymisiä projektiaikatauluihuin. Yrityksessä 
koetaan, että tähän tarvitaan muutos.  
Tässä työssä esitettiin LVI- ja RAU-laiteluetteloiden merkityksen suunnittelussa sekä 
kerrotaan niiden automatisointiin liittyvän ohjelmistotuotannon alkumäärittelystä, suun-
nittelusta, toteutuksesta, ongelmista ja lopputuloksista.  Lisäksi pyritään tuomaan esille 
keskeisiä asioita, jotka on hyvä huomioida yrityksen sisäisessä ohjelmistotuotannossa 
tai sen suunnittelussa. Laiteluettelon automatisoinnin tavoitteet ovat seuraavat: 
x virheettömyys 
x selkeys 
x ajansäästö 
x työnkulun yhtenäistäminen  
x laiteluetteloiden ulkomuodon yhtenäistäminen. 
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2 Laiteluettelon automatisoinnin tavoitteet 
Virhealttiuden vähentäminen 
Virheiden eliminointi laiteluetteloista oli tämän projektin ehdottomasti tärkein tavoite. 
Nykyisessä laiteluettelossa oli useita erilaisia kohtia ja työvaiheita, joista saattoi syntyä 
erilaisia virheitä. Laiteluettelossa esiintyneet virheet oli jaettavissa seuraaviin tyyppei-
hin: 
x laskentaa ei ole käytetty 
x laskennan arvo on kopioitu 
x laskennan arvoa ei ole muistettu muuttaa 
x kaavioiden ja laiteluettelon välillä esiintyy ristiriitoja. 
Selkeys 
Liitteessä 1 on esitettynä yrityksen tyypillinen taulukkolaskentaohjelmistopohjaan tehty 
LVI-laiteluettelo, joka valmistui vuonna 2014 suunnitteilla olleeseen toimitilakohtee-
seen. Liitteessä 1 olevasta laiteluettelosta on hahmotettavissa, miten jokainen ominai-
suus oli edustettuna jokaisella laitteella riippumatta siitä, oliko laitteella arvoa kyseisen 
ominaisuuden kohdalla puhumattakaan siitä, että oliko laitteella kyseistä ominaisuutta 
ollenkaan. Syy kyseiseen esitysmuotoon oli taulukkolaskentaohjelman esitykselle aset-
tamat rajoitteet. 
Varsinkin asiaan perehtymättömälle, kuten uudelle urakoitsijalle tai työntekijälle, esitet-
ty laiteluettelo oli hyvin epäselvän näköinen ja vaikeasti tulkittava. Esitysmuodossa oli 
toki puolensa. Esimerkiksi arvot löytyvät aina samoista kohdista, koska esityksen solu-
rakenne ei muutu vaikka laitteet tai laitteiden lukumäärät muuttuisikin. Tämä miellytti 
suunnittelijoita, jotka työskentelivät paljon laiteluettelon parissa ja tunsivat hyvin sen 
rakenteen. 
Tarkoituksena oli kuitenkin saada aikaan uusi esitysmuoto. Sen pitäisi olla helppolukui-
nen, havainnollinen ja helposti muokattava. Uutta ulkomuotoa suunnitellessa oli ensiar-
voisen tärkeää keskustella ja tiedustella mahdollisimman monelta vanhan laiteluettelon 
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käyttäjältä parannusehdotuksia. Tätä varten oli pohdittava ketkä laiteluetteloa tekevät 
ja keille se oli tarkoitettu ja tiedusteltava heidän tarpeitaan. 
Ajansäästö 
Projektissa pyrittiin tehostamaan laiteluettelon luontiin ja muokkaamisen kuluvaa aikaa 
useilla eri tavoilla: 
x karsitaan päällekkäisiä töitä, kuten samojen tietojen täyttäminen useaan 
paikkaan 
x kaavioiden yhteiskäyttö eri suunnittelualojen välillä 
x virheitä karsimalla korjauksiin kuluva työ vähenee 
x automatisoimalla käsin tehtävää työtä. 
Työnkulun yhtenäistäminen 
Vaikka selkeys ja virhemahdollisuuksien eliminointi oli ensisijaista, niin tällä projektilla 
pyrittiin myös tehostamaan työkulkua parantamalla tiedonvaihtoa, käyttämällä hyödyksi 
eri alojen osaamista ja poistamalla päällekkäistä työtä. 
Esimerkiksi LVI- ja RAU-suunnittelijat tekivät joissain tilanteista samasta kaaviosta 
omat erilliset kuvat. Tästä hyvänä esimerkkinä oli lämmönjakokaavio. Liitteessä 3 on 
esitetty vuonna 2012 suunnitellun kohteen LVI-suunnittelijan tekemä lämmönjakokaa-
vio. Liitteessä 4 taas on esitetty saman kohteen RAU-suunnitelijan kaavio. Ilman oike-
aa kontekstia oli kuitenkin mahdotonta sanoa, että kaaviot esittäisivät samaa kohdetta. 
Kaavioissa oli osittain erilainen sisältö, sillä kaikkia LVI-komponentteja ei esitty RAU-
kaaviossa ja päinvastoin. Tämä oli täysin ymmärrettävää, sillä ei RAU-suunnittelija ollut 
tietoinen jokaisesta lisättävästä LVI-komponentista. RAU-suunnitelija vastasi RAU-
suunnittelusta. Yhtäläisesti LVI suunnittelija ei ollut tietoinen jokaisesta RAU-
komponentista. Luonnollisesti eri alojen suunnittelijat eivät voineet tuottaa täysin sa-
maa kuvaa. Paitsi, että esitetyt järjestelmät olivat rakenteeltaan erilaisia, niin olivat ne 
myös tyyliltään hyvin erilaisia.  
Jatkossa oli tarkoitus, että LVI-suunnittelija tuottaa ensin MagiCad System Designerillä 
(MCSD) omat kaaviot. RAU-suunnittelijat käyttivät samaa tiedostoa ja lisäsivät sinne 
omat komponenttinsa. Liitteessä 5 on esitetty MCSD:llä tehty RAU- ja LVI-
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suunnittelijoiden yhteinen lämmönjakohuoneen kaavio. Näin saatiin eliminoitua saman 
kaavion tuottaminen kahteen kertaan. Lisäksi LVI-suunnittelijat pitävät huolen, että 
kaavio oli LVI-komponenttien osalta kunnossa. Vastaavasti RAU-suunnittelijat pitävät 
huolen, että kaavion RAU-komponentit vastasivat tarkoitettua. Samalla RAU-
suunnittelijat olivat koko aika tietoisia LVI-kaaviomuutoksista. 
MCSD:n automaattinen tasojärjestelmä auttoi pitämään tietyntyyppiset komponentit 
omilla tasoillaan. Tällöin kaaviosta voitiin esimerkiksi piilottaa helposti kaikki RAU-
laitteisto. Tätä edellytettiin joissain tulostuksissa, jossa haluttiin esimerkiksi nähdä vain 
eri järjestelmien väliset liitynnät. 
Laiteluettelon ulkomuodon yhtenäistäminen  
RAU- ja LVI-laiteluettelot erosivat ulkomuodoltaan selkeästi toisistaan. Kuva 1.1 esittää 
vasemmalla yhden sivun LVI-laiteluettelosta. Oikealla taas on esitettynä yksi RAU-
laiteluettelon sivu. Lisäksi laiteluettelot erosivat tyyliltään yrityksen muista dokumenteis-
ta. Tämän projektin tavoitteena olikin saada molemmille laiteluetteloille yhtenäinen ilme 
sekä kansisivut, jotka olivat yleisesti käytössä yrityksen kaaviossa ja dokumenteissa.  
Kuva 1.1.  Vasemmalla LVI-laiteluettelon sivu ja oikealla RAU-laiteluettelon sivu. 
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3 Kuvaus projektin aloituksesta 
3.1 Projektin aloitus 
Keväällä 2013 MCSD:n käyttöönottoprojektin aikana toimialajohtaja Torkki toi esille 
idean tietokoneohjelmasta, joka suorittaisi automaattisesti LVI-laiteluettelon rakentami-
sen ja laskennan. Kyseinen ohjelma toimisi yhteistyössä juuri käyttöönotetun MCSD:n 
kanssa. Heinäkuussa 2013 laiteluetteloprojekti sai aloitusluvan. 
3.2 Projektin osallistujat ja roolijako 
Projektin suorittaa automaatioharjoittelija Juhani Kauhaniemi itsenäisesti ja omaa har-
kintaa käyttäen. Tehtävät vastaavat projektin pääsuunnittelijan roolia. Projektiin kuulu-
vat myös seuraavat henkilöt: 
x Antti Torkki – toimialajohtaja, Helsinki 
x Mika Ylikauppila – ryhmäpäällikkö, Helsinki 
x Liisa Jokinen – tiimivetäjä, Tampere. 
Yllämainitut toimivat tarkastajina ja konsultoitavina läpi projektin. Projektiin osallistuu 
satunnaisesti projektin ulkopuolisia henkilöitä. He osallistuvat lähinnä tuotettavan tuot-
teen ulkonäön ja toiminnallisuuden arviointiin. Heiltä kerätyn tiedon avulla suunnitellun 
tuotteen toiminta saadaan lähemmäksi loppukäyttäjän toivomaa tuotetta. 
3.3 Kommunikointi 
Pääsuunnittelijan yksi keskeisimpiä tehtäviä projektissa on kommunikointi ja tiedotta-
minen. Kauhaniemi on projektin ainoa aktiivijäsen, ja hänellä on kokemukseen nähden 
hyvin vapaat kädet projektin etenemisessä. Tästä johtuen on keskeistä, että projektin 
tarkastajat pidetään ajan tasalla projektin tilasta. Lisäksi heiltä on jatkuvasti kysyttävä 
projektiin haluttavia ominaisuuksia. Onnistuneeseen tiedottamiseen kuuluu muun mu-
assa kokousten järjestäminen. Kokouksia tulisi järjestää säännöllisin väliajoin, mutta 
huomioiden, että niihin saadaan riittävästi käsiteltävää asiaa. Pääsuunnittelijan vastuul-
la on myös kokousaiheiden valinta, kokouksen koolle kutsuminen ja yleensä myös ko-
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kouksen eteenpäin vieminen. Kokoukset pidetään lähes poikkeuksetta VoIP-puheluina, 
joihin osallistuvat kaikki projektijäsenet. 
3.4 Aikataulu 
Projekti aikataulun arviointi on erityisen vaativaa, sillä yrityksessä ei ollut aiemmin to-
teuttanut vastaavaa ohjelmointiprojektia. Alkuvaiheessa projektiaikataulu jätetään 
avoimeksi, ja sitä pyrittiin tarkentamaan jatkuvasti projektin etenemisen aikana. Pää-
suunnittelijan tulisi pitää suuntaa antavaa tuntikirjausta projektin aikana. Tuntikirjauk-
sessa erotellaan eri ohjelman toimivaiheeseen käytettävää aikaa. Tämän tarkoituksena 
on jatkossa parantaa ohjelmistoprojektien aika- ja kustannusarviointia.   
3.5 Rajaukset 
Ohjelman keskeisimpiin ominaisuuksiin kuuluu luotettavuus ja käytettävyys. Projektin 
visuaalinen ulkomuoto todetaan suhteellisen merkityksettömäksi, koska ohjelma on 
tarkoitettu insinöörityökaluksi. Myös laskentatulosten kehittynyt automaattinen virheen-
tarkistus jätetään tämän projektin aihealueen ulkopuolelle. 
3.6 Dokumentointisuunnitelma 
Kaikessa ohjelmointiprojekteissa dokumentaatio on ensiarvoisen tärkeää. Onnistuneen 
ohjelmointiprojektin tulosta, eli ohjelmaa, tullaan käyttämään useita vuosia – jopa vuo-
sikymmeniä. Tällöin on oletettava, että ohjelmisto tulee vaatimaan muutoksia ja työnte-
kijät vaihtuvat. Projektin alussa määritettiin seuraavat dokumentaatiovaatimukset: 
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x Ohjelman lähdekoodissa on oltava selkeä kommentointi, jota seuraamalla 
saa käsityksen ohjelman osien toiminnasta. Kuvassa 1.2 on kuvattu pätkä 
ohjelman lähdekoodia, mistä on nähtävissä koodin asiallinen ulkomuoto 
ja kattava kommentointi. 
x Ohjelman sisäisestä toiminnasta on oltava ohjelman tuleville ylläpitäjille 
dokumentaatio. Esimerkki tästä on liitteessä 6, missä on esitetty pätkä 
ohjelman sisästä rakennetta selittävästä dokumentaatiosta. 
x Ohjelman keskeisistä sisäisistä rakenteista on hyvä tehdä kaaviokuvat, 
jotka tukevat ohjelmoitsijaa ohjelman sisäisen rakenteen ymmärtämiseen. 
Liitteessä 7 on esitetty ohjelman rivijärjestelmän toimintaa kuvaava kaa-
vio. 
x Käydyistä kokouksista tehdään lyhyet kokousmuistiinpanot.  
 
Edellä mainittujen dokumentointien lisäksi on hyödyllistä dokumentoida valintojen ja 
ratkaisujen päättelyprosessit ja perusteet. Näitä voidaan käyttää hyödyksi jatkokehitte-
lyssä sekä perustelemaan valintaa, jos sen soveltuvuutta aletaan myöhemmin kyseen-
alaistaa. 
3.7 Riskit 
Projekti on lähtökohdiltaan yhtä aikaa riskialtis ja riskitön. Ohjelmointiprojektina min-
käänlaista pääomasijoitusta, laitehankintoja tai erillisiä toimitiloja ei tarvita. Lisäksi pro-
Kuva 1.2.  Pätkä tuotetun ohjelman lähdekoodista. Vihreä teksti on koodin toiminnan kommen-
tointia. 
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jekti on suunnattu yhtiön sisäiseen käyttöön ja korvaamaan jo olemassa olevaa toimin-
tamallia. Näin ollen projektin epäonnistuminen ei aiheuta suoraa taloudellista vahinkoa 
tai haittaa asiakassuhteille.  
Projektin riskialttiutta taas tukee se, että nyt toimitaan toimialalla, joka ei mitenkään 
kuulu yrityksen liiketoimintamalleihin tai osaamisalueeseen. Vaikka pääsuunnittelijalla 
on ohjelmointi- ja projektiosaamista, niin sen soveltuvuus tämän kokoiseen ei ole itses-
tään selvää.  
4 RAU- ja LVI-laiteluetteloiden esittely 
Seuraavaksi käydään läpi laiteluettelon merkitystä. Tavoitteena on selittää miksi laite-
luetteloita tarvitaan, ketkä ne luo, mihin niitä käytetään. RAU-laiteluettelon tuottaa 
RAU-suunnittelija. RAU-laiteluettelossa esitetään suunnitellun kohteen RAU-laitteet 
sekä niihin liittyvät tekniset tiedot ja huomiot. RAU-laiteluetteloa käytetään laitevalin-
noissa, hankintarajojen määrittelyssä, hankinnassa sekä urakkasopimusten laskemi-
sessa. RAU-laiteluettelon keskeisimmät käyttäjät ovat urakoitsijat ja asentajat sekä 
tarvittaessa myös muut suunnittelijat. [10.]  
LVI-laiteluettelon tuottaa LVI-suunnittelija. LVI-laiteluettelossa esitetään kohteeseen 
tulevat keskeiset LVI-laitteet kuten puhaltimet, pumput ja siirtimet. Lisäksi laiteluettelo 
esittää näiden keskeiset suoritusarvot, tehontarpeet sekä erityisvaatimukset. LVI-
laiteluetteloa käytetään laitevalinnoissa, urakkasopimusten laskemisessa sekä laittei-
den paikallistamiseen. Laiteluettelon tärkeyttä korostanee se, että esimerkiksi ongelma-
tilanteissa tarkistetaan työseloste, sitten laiteluettelo ja lopuksi vasta itse kaavioita. LVI-
laiteluettelon käyttäjiin kuuluu saneeraus-, sähkö- ja RAU-suunnittelijat, urakoitsijat 
sekä valmistuneen rakennuksen huoltohenkilökunta. [10.] Laiteluetteloilla on keskeinen 
merkitys koko rakennuksen elinkaaren ajan aina suunnittelusta toteutukseen, käyttöön 
ja saneeraukseen. 
5 Laiteluetteloiden alkuperäinen luontitapa 
Jotta on mahdollista luoda kehittyneempi laiteluettelon luontijärjestelmä ja luontiohjel-
ma, niin on tunnettava laiteluettelon luontiprosessi. Lisäksi on hahmotettava toimitila-
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puolen LVI- ja RAU-suunnitteluprosessi yleisellä tasolla. Tähän kuuluu muun muassa 
työvaiheiden karkea hahmottaminen ja suoritusjärjestys. Tarkastellaan seuraavaksi 
LVI-suunnittelua ja RAU-suunnittelua erikseen. 
RAU-suunnittelun aloitus edellytti yleensä LVI-suunnitelmien perustietoja tuloilmako-
neiden määristä ja rakenteesta sekä vaikutusalueista. Nämä perustiedot esitettiin LVI-
laiteluettelossa. RAU-suunnittelun seuraavat keskeiset vaiheet olivat anturi- ja toimilai-
tesijoittelu. Käytetyt toimilaitteet ja anturit taas esitettiin RAU-laiteluettelossa. RAU-
suunnitelmissa esitettiin myös erillispisteet, joista näkyi lähinnä automaatiojärjestel-
mään kytketyt valaisinjärjestelmät, pumput ja muut sähkön erillispisteet. Viimeisenä 
merkittävänä RAU-osa-alueena oli toimintaselostukset, joihin liitettiin RAU-laiteluettelo.  
Toimintaselostukset kuvasivat järjestelmien ohjausta sekä tavoiteltua toimintaa. 
LVI-suunnittelu alkoi yleensä LVI-laiteluetteloluonnoksesta. Tämä vaihe ei kuitenkaan 
ollut pakollinen [11]. LVI-laiteluetteloluonnoksessa oli esitettynä vain osa järjestelmään 
kuuluvista laitteista. Lisäksi laitteiden teknisiä arvoja ei esitetty tai ne olivat vain suun-
taa antavia. Tätä vaihetta käytettiin pitkälti työmäärän ja hinta-arvion selvittämisessä. 
Luonnoslaiteluettelosta, tai sen avulla, luotiin varsinainen laiteluettelo. Laiteluettelo ei 
tullut kerralla valmiiksi vaan sitä täydennetään ja muokataan koko suunnitteluprosessin 
aikana. Laiteluettelon sisältöä käytetään pohjana kaavioiden piirtämisessä. Laiteluette-
loon tehtiin suunnittelun jälkeenkin muutoksia, jos sellaiseen tuli tarvetta. 
LVI-suunnitteluun kuului paljon laskentaa, jota käytettiin laitteiden mitoitukseen. Las-
kennassa lähdettiin liikkeelle hyvin pienestä määrästä alkuarvoja. Näiden arvojen ja 
niiden tulosten välisistä laskutoimituksista saatiin keskeisten LVI-laitteiden, kuten 
pumppujen ja siirtimien, suoritusarvot. Suurin osa laskennasta suoritettiin taulukkolas-
kentaohjelmassa. Lyhyesti kuvattuna LVI-laiteluettelon elinkaari oli seuraava: 
Laiteluetteloluonnos (Tarvittaessa) ĺ Laiteluettelo ĺ Laiteluettelon täydennys suunni-
telmien edetessä ĺ Suunnitelmien ja laiteluettelon valmistuminen ĺ Suunnitelmiin 
tehtävät muutokset 
Alkuperäisen laiteluettelon luontiin ei ollut olemassa ohjeistusta tai valmista työnkulkua. 
Suunnittelija tuottikin laiteluettelon omien tottumustensa mukaisesti. Laiteluettelon luon-
tiin kului arviolta noin 12 - 20 tuntia noin 10 000 m2 kohteelle riippuen kohteen erityis-
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vaatimuksista. Tämä aika arvio koskee puhtaasti pelkkää laiteluetteloa eikä siihen ollut 
laskettu esimerkiksi kaavioiden piirtämistä. 
6 Alkuperäisen laiteluettelon ongelmat 
Prosessin kehittämiseen tarvitaan paitsi tuntemus prosessin toiminnasta, niin myös sen 
ongelmista. Ennen projektin aloitusta ja sen aikana oli tärkeää jatkuvasti ottaa selvää 
olemassa olevan laiteluettelon virheistä ja haittapuolista. Parhaiten tietoa mainittuihin 
asioihin sai sen hetkisen järjestelmän kanssa työsienneiltä henkilöiltä. Tämän tiedon 
keräämiseen käytettiin tässä projektissa suullisen tiedustelun lisäksi kyselyä. Projektin 
alkuvaiheessa luotiin kyselykaavake, joka on kokonaisuudessaan esitettynä liitteessä 
8. Kaavakkeessa kysyttiin kokemuksia ja parannusehdotuksia sen alkuperäiseen laite-
luetteloon. Kysely lähetettiin Optiplanin omille suunnittelijoille sekä joillekin urakoitsijoil-
le kuten NCC:lle. Valitettavasti noin 10 - 15 henkilölle lähetetystä kaavakkeesta saatiin 
vastaukset vain kahdelta Optiplanin toimitilapuolen johtohahmolta. Heiltä oli kuitenkin 
saatavissa laaja-alainen näkemys tilanteesta. Tosin huomionarvoista on, että projektin 
lopputuloksen laatu olisi varmaan parantunut, jos mukaan olisi saatu enemmän ulko-
puolista näkemystä esimerkiksi urakoitsijoilta. Kyselyiden ja keskustelujen perusteella 
oli mahdollista koota suuntaa antava lista, joka antaa kuitenkin selkeän kuvan sen het-
kisen laiteluettelon ongelmista. Laiteluettelosta todettiin seuraavaa: 
1. Taulukkolaskentaohjelmaan rakennettu taulukkolaskenta oli monimutkainen ei-
vätkä suunnittelijat osaa käyttää sitä. Tästä seuraa: 
a. Jokainen suunnittelija käytti taulukkolaskentaa omalla tavallaan. 
b. Taulukkolaskentaan toteutetut kaavat olivat hyvin vaikealukuisia ja las-
kujen tarkan rakenteen hahmotti vain taulukkolaskennan tekijä. 
c. Käyttäjät poistavat laskennan soluista ja syöttävät käsin muulla tavalla 
lasketun tai hankitun arvon.  
d. Laiteluetteloa käytti useampi käyttäjä. Tästä seurasi se, että käyttäjä ei 
voinut olla varma, ettei joku toinen ole muuttanut esimerkiksi laskenta-
kaavoja.  
2. Muutostilanteissa lasketut arvot jäävät päivittämättä. 
3. Revisiomerkinnöissä saattoi olla ristiriitoja tai ne puuttuvat. 
4. Taulukkolaskennan laskentakaavat eivät sopineet, jokaiseen tilanteeseen ilman 
muokkausta. 
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5. Taulukkolaskentaa ei voinut kopiosuojata siten, että esimerkiksi poistuvat yön-
tekijät eivät vieneet sitä mukanaan toisille yrityksille. 
Arvioita laiteluettelon asusta: 
x Laiteluettelon helppokäyttöisyys koettiin huonoksi. 
x Laiteluettelon helppolukuisuus koettiin keskinkertaiseksi. 
x Laiteluettelon yksiselitteisyys arvioitiin kohtalaiseksi. 
Kaikkein suurimmaksi ongelmaksi koettiin väärien arvojen syöttäminen. Tätä esiintyi 
erityisesti silloin, kun laskentaa ei käytetty tai kopioitiin jokin vanhempi projekti pohjaksi 
eikä muistettu vaihtaa kaikkia arvoja. Tällaiset virheet tuottivat paitsi haittaa maineelle, 
niin myös viivästymisiä ja merkittäviä korvauskuluja. Esimerkiksi yhden tuloilmakoneen 
väärä sfp-luku aiheuttaa arviolta 15 000 € korvausvaatimuksen.  
Kehitystyössä huonojen puolien laaja-alaisen selvittämisen lisäksi on myös tärkeää 
tiedostaa hyvät puolet. Kun hyvät puolet ovat tiedossa, on mahdollista varmistaa niiden 
siirtyminen tai säilyminen parantuneeseen versioon. Kehuja alkuperäinen laiteluettelo 
sai siitä, että arvot esiintyivät aina samoissa sarakkeissa ja samoissa kohdissa. Koke-
neella käyttäjä pystyikin yhdellä silmäyksellä lukemaan luettelon arvoja helposti. 
Esitetystä materiaalista oli helppo todeta, että laiteluettelo tarvitsee kipeästi helppokäyt-
töisempää ja varmempaa laskentaa. Ratkaisuna tähän oli luoda järjestelmä, jota oli 
yksinkertaista käyttää. Lisäksi sen suorittama laskenta oli mahdollisimman läpinäkyvää 
ja luotettavaa sekä ennen kaikkea vain pääkäyttäjän muokattavissa. Tällöin käyttäjä voi 
luottaa laskennan toimivan aina odotetulla tavalla. 
7 Työkalut projektin tavoitteiden saavuttamiseksi 
Ennen tämän projektin aloittamista yrityksessä oli aloitettu työ, jonka tavoitteena oli 
parantaa kaavioiden laatua. Kaavioiden laadun parantamiseksi yritys oli hankkinut Ma-
giCad System Designer (MCSD) -ohjelman, joka tarjosi useita tietomallipohjaisia omi-
naisuuksia. MCSD:llä oli kuitenkin hyvin rajalliset työkalut tietojen lisäkäsittelyyn. Tämä 
tarkoitti sitä, että tietojen jatkokäsittely, kuten laskenta, oli edelleen suoritettava jossain 
muualla.  
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Yrityksessä haluttiin jatkokäsittelyä varten erillinen tietokoneohjelma, joka suorittaisi 
tarpeellisen tietojen jatkokäsittelyn keskitetysti yhdestä paikassa. Tuotettavan ohjelman 
haluttiin olevan x86- tai x64-pohjainen ja toimivan itsenäisenä exe-sovelluksena. Se ei 
näin ollen vaatinut asennusta ja sen tarvitsemat tiedostot ja tietovarastot sijaitsivat sa-
massa kansiossa exe-sovelluksen kanssa. Tämä teki asentamisen ja käytön helpoksi.  
Projektin lopputulokseen vaikutti eniten tuotettavan laiteluettelo-ohjelman laatu. Siksi 
tavoitteiden saavuttamisen kannalta ohjelmointikielen valinta oli projektin yksi keskei-
simpiä päätöksiä. Ohjelmointikielen valintaan vaikutti useita tekijöitä kuten: 
1. Ohjelmoitsijan osaaminen ja ohjelmointikielituntemus. 
2. Luotavan ohjelman luonne: 
a. grafiikkavaatimukset 
b. suorituskykyvaatimukset 
c. ajettavuusvaatimukset 
d. ohjelman ulkopuoliset yhteydet  
e. kopiosuojaus 
3. Yrityksen IT-ympäristö käsittäen käytössä olevat laitteet ja ohjelmat sekä henki-
lökunta. 
4. Käytettävissä olevat ohjelmointiympäristöt, valmiit ohjelmointikirjastot ja niiden 
lisenssioikeudet sekä hankintakustannukset. 
Projektin pääsuunnittelijalla oli eniten kokemusta Java, Python ja C-ohjelmoinnista. 
Laiteluettelo-ohjelmalle vaadittiin graafinen ja helppokäyttöinen käyttöliittymä. Ohjelma 
ei tule asettamaan korkeita laitteistovaatimuksia, koska ohjelma tulee käsittelemään 
vain kevyttä laskentaa ja suhteellisen pieniä tietomääriä. Ohjelman suorituksen tuli olla 
helppoa ja nopeaa. Näin ollen Java ja Python jäävät huonoon asemaan, koska mo-
lemmat tarvitsevat virtuaalikoneen toimiakseen. Yrityksessä ei ole muuta ohjelmistotuo-
tantoa eikä IT-osastolla ole tunnettua erikoisosaamista minkään ohjelmointikielen suh-
teen. Qt-Creator-ohjelmointiympäristö tarjoaa erinomaisen työympäristön sekä avoi-
men lisenssin ohjelmointikirjaston.  
Yhteenvetona voisi sanoa, että C-kielen seuraaja C++-kieli osoittautui parhaaksi kieli-
vaihtoehdoksi, koska se täytti kaikki vaatimukset ja pystyi toimimaan itsenäisenä sovel-
luksena Windows-ympäristössä ilman asennusta. Itsenäisellä ohjelmalla vältyttiin yli-
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määräisten ohjelmien asentamiselta ja siten vältyttiin lisäämästä mikrotuen taakkaa.  
Samalla lisättiin ohjelman vakautta, koska ohjelmalla ei ollut riippuvuuksia toisiin ohjel-
miin. Esimerkiksi, jos ohjelmointikielenä olisi ollut Java, niin ohjelma olisi täysin riippu-
vainen Java-virtuaalikoneesta ja sen toiminnasta. 
Qt-Creator tarjosi ohjelmointiympäristön, josta löytyi useita eri toimintoja: 
x monipuolinen lähdekoodieditori 
x lähdekoodin virheenpaikannustyökalut 
x graafinen käyttöliittymä kääntäjälle 
x Qt-ohjelmointikirjasto. 
Qt-Creatorin lähdekoodieditori ja virheenpaikannustyökalut olivat laadultaan erinomai-
sia sekä helppokäyttöisiä. Qt-Creatoriin ei kuulunut kääntäjää vaan se on hankittava 
erikseen. Parhaan yhteensopivuuden, edullisuuden ja riippumattomuuden vuoksi kään-
täjäksi valittiin avoimen lähdekoodin MinGW. Parasta Qt:ssä oli kuitenkin sen tarjoama 
viimeistelty ja kattava ohjelmointikirjasto sekä signal-slot-järjestelmä. Qt tarjosi valtavan 
määrän erilaisia valmiita graafisia luokkia tekstin ja kuvien sekä käyttöliittymän esittä-
miseen. Signal-slot-järjestelmä mahdollisti vapaan metodikutsunnan ohjelman eri osis-
ta. Tämän ansiosta moni C++:n rajoite, kuten hankala ristiviittaus, kyettiin kiertämään. 
Lisäksi Qt perustui avoimeen lähdekoodin ja oli tarjolla LGPLv2.1:n (The GNU Lesser 
General Public License version 2.1) alaisena. Seuraavassa luetelmassa on esitettynä 
projektissa käytetty ohjelmisto: 
x MCSD 2012.4 
x AutoCAD 2012 
x Qt Creator 2.7.2 
x QT Library 5.1.0 
x MinGW 4.7. 
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8 MagiCAD System Designerin esittely 
MagiCAD System Designer (MCSD) on osa suomalaisen Progman Oy -
ohjelmistotuotantoyhtiön MagiCAD-tuoteperhettä. MCSD on vuoden 2012 alussa jul-
kaistu LVI- ja sähköjärjestelmien toimintakaavioiden piirtämiseen tarkoitettu ohjelma, 
joka integroitui osaksi AutoCADiä. [12.] MCSD oli keskeinen osa tätä projektia. Se tar-
josi AutoCAD-kaavioihin työkalut, jolla tietoa voitiin antaa ja tallentaa suoraan kaavi-
oon. MCSD on tietomallipohjainen ohjelma, joka perustuu älykkäiden komponenttien ja 
linjojen käyttöön. Näiden lisäksi ohjelma tarjoaa työkaluja ja toimintoja tiedon hallin-
taan, esittämiseen ja kaavioiden muokkaukseen. 
MCSD-komponentit 
Tämän projektin kannalta MCSD:n tärkein ominaisuus oli älykkäät komponentit. Kom-
ponentti oli käytännössä kuvaus piirroksessa esiintyvästä laitteesta. MCSD-
komponentti muodostuu graafisesta 2D-symbolista ja tekstimuotoisesta laitekuvauk-
sesta. 2D-symboli oli käyttäjän itse piirrettävissä AutoCADin piirtotyökaluilla. Luotava 
laiteluettelo-ohjelma oli kiinnostunut laitekuvauksista. Laitekuvaus piti sisällään kom-
ponentilla olevat ominaisuudet ja niiden arvot. Kaavioon sijoitettua komponenttia pystyi 
sijoittelemaan kaaviossa vapaasti. Lisäksi sen arvot olivat täysin muokattavissa. Kom-
ponentti tiesi koko aika sille annetut arvot. Juuri nämä komponenttien ominaisuudet ja 
arvot olivat keskeisiä tälle projektille. Ominaisuudet ja niille annetut arvot siirrettiin laite-
luettelo-ohjelmaan, joka käsitteli ne automaattisesti ja tuotti niiden perusteella laiteluet-
telon. Kuvassa 8.1 on esitetty MCSD:llä tehty puhallinkomponentti. Vasemmalla on 
nähtävissä 
laiteen kuva-
us, jossa jo-
kainen lait-
teen ominai-
suus on esi-
tettynä. 
 
 
Kuva 8.1.   MCSD:n laitekuvaus ja komponenttisymboli. [13.] 
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MCSD raportointityökalut 
MCSD:n raportointityökaluilla tarkoitetaan MCSD:n Create Report ja Device Schedule -
toimintoja. Kuvassa 8.2 on esitettynä toimintojen symbolit. Kyseiset työkalut loivat tau-
lukkomuotoisen esityksen sivun komponenteista ja 
linjoista. Molempien esitysrakenne oli sama. Sarak-
keina toimivat esitettäviksi valitut ominaisuudet ja 
riveinä laitteet. Device Schedule oli näistä yksinker-
taisempi eikä sillä ollut mainittavaa mer-
kitystä tässä projektissa 
Create report -työkalu kykeni huomioimaan sekä linjat että komponentit. Kuvassa 8.3 
esitetään create report -työkalun  luoma taulukko, johon on valittu esitettäväksi vain 
kahdeksan ominaisuutta. Lisäksi se tarjoaa erilaisia esitysvaihtoehtoja. Esitysvaihtoeh-
dot esitetään Report Definitioneina. Create reportin luomassa taulukossa on Copy to 
Clipboard -painike, joka kopio esityksen tabulaattori eroteltuna tekstinä suoraan leike-
pöydälle. 
9 Ohjelmien väliset rajapinnat 
Itse tehdyn ohjelman ja AutoCAD:n välinen kommunikointi ei ollut triviaalitehtävä. Ku-
ten yleisestikin ohjelmoinnissa tarvitsivat erilliset ohjelmat rajapinnan, jonka kautta ne 
Kuva 8.2.   MCSD:n raportointityökalut [13]. 
Kuva 8.2.   MCSD:n create report -työkalun tuottama taulukko sivun laitteista [13]. 
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pystyivät kommunikoimaan keskenään. Ohjelmiston kehittäjä vastasi täysin rajapinnan 
luonnista ja sen ylläpitämisestä sekä dokumentoinnista. AutoCAD tarjosi useita eri ra-
japintoja, joiden kautta ulkopuoliset ohjelmat pystyivät kommunikoimaan AutoCADin 
kanssa.  
AutoCAD tarjoaa periaatteessa vain yhden varsinaisen käyttöliittymän ulkoisille ohjel-
mille. Tämä käyttöliittymä tunnetaan nimellä AutoCAD ActiveX APIna. Käyttöliittymä 
perustuu Microsftin kehittämään ActiveX-komponentin käyttöön. Valitettavasti kyseinen 
järjestelmä on tarkoitettu ennen kaikkea Microsoftin Viasual Basic -ohjelmointiin ja sii-
näkin erityisesti Visual Basic for Application eli VBA-ohjelmointiin. [14.]  VBA on isäntä-
ohjelmassa, kuten Microsoft Officessa toimiva ohjelmointikieli [15]. VBA asetti tiettyjä 
rajoitteita käytettävyyteen ja ohjelman hallintaan sekä ajettavuuteen. Lisäksi tarjolla ei 
ole riittävää VBA-ohjelmointiosaamista.  
ActiveX ei kuitenkaan ole ainoa keino tiedonsiirtoon. AutoCAD SQL Extension eli ASE 
ja AutoCAD SQL Interface eli ASI tarjoavat rajapinnan, jonka avulla tietoa voidaan siir-
tää Structured Query Language eli SQL-tietokannan avulla [16, s. 7.]. Lisäksi käytössä 
oli aina leikepöytä. Windowsin leikepöytä on muistialue, johon voidaan sijoittaa kuva- 
tai tekstimuotoista tietoa sekä tiedostoja [17].  
SQL-tietokannan luonti ja toimintakuntoon saaminen vaatisi huomattavan työmäärän ja 
se toisi mukanaan erilaisia yhteensopivuusriskejä. Lisäksi tähän projektiin ei asetettu 
vaatimusta kaksisuuntaisesta tiedonsiirrosta. Ohjelman välistä kommunikointia suunni-
teltaessa huomioitiin MCSD:n tarjoama Create Report -työkalu ja sen Copy To Clipbo-
ard -painike. Vaikka leikepöydän käyttö vaikutti alkeelliselta tiedonsiirtomenetelmältä, 
niin se oli kuitenkin erittäin nopea toteuttaa, ja se suoritti tehtävänsä moitteetta.  
10 Luotavan ohjelman vaatimusmäärittely 
10.1 Kuvaus tuotettavasta ohjelmistosta 
Luotava ohjelmisto oli tarkoitettu toimimaan yhteistyössä AutoCADin MagiCAD System 
Designerin (MCSD) kanssa. Ohjelman oli kyettävä vähintään yksisuuntaiseen tiedon-
siirtoon MCSD:n välillä. Ohjelman tehtävänä oli tuoda kaavioon piirrettyjen laitteiden 
tiedot ja rakentaa niiden perusteella laiteluettelo, jossa voidaan ajaa ennalta määrätty-
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jen skriptien avulla haluttu laskentakokonaisuus. Lisäksi ohjelman oli kyettävä tuotta-
maan laiteluettelosta graafinen esitys, joka oli helposti tulostettavissa vähintään PDF-
tiedostoksi. Ohjelman oli tarkoitus mahdollisimman yksinkertainen ja kevyt käyttää. 
Siksi se toteutettiin matalantason ohjelmointikielellä. Tarkoituksena oli tuottaa ilman 
asennusta toimiva exe-teidosto, jonka voi ajaa vaikka tietokoneen työpöydältä.  
10.2 Käyttöympäristö 
Yrityksessä käytettiin Microsoftin Windows 7 Professional käyttöjärjestelmää. Lisäksi 
käytössä oli tiukka Windowsin käyttäjähallinta, joka rajoittaa käytettävien sovellusten 
ajamista. Esimerkiksi edes pääkäyttäjä ei voinut sallia joidenkin itsenäisten ohjelmien 
ajoa muille käyttäjille. Projektin alkuvaiheessa oli tärkeä selvittää, että tuotettavan oh-
jelman toimialue ja resurssipyynnöt eivät ylittäneet Windowsin käyttäjähallinnan sille 
määrittämiä rajoja. 
 
Toinen keskeinen asia oli tarkistaa MCSD:n ja luotavan ohjelman välisen kommuni-
koinnin toteutustavat. Tässä työssä päädyttiin käyttämään Windowsin leikepöytää oh-
jelmien väliseen tiedonsiirtoon. Tämä toi ohjelmalle myös tiettyä joustavuutta. Ohjelma 
kykeni helposti ottamaan tarvittaessa useista eri ohjelmista tietoa ilman rajapintakon-
flikteja. 
10.3 Ohjelmiston käyttäjät 
Ohjelmalla oli kaksi keskeistä käyttäjäryhmää. Ensimmäisenä olivat suunnittelijat, jotka 
käyttivät ohjelmaa suunnitelmien tekoon. Toisena olivat urakoitsijat, jotka laiteluettelon 
tietojen perusteella toteuttavat suunnitelmaa. Ohjelman käyttökokemuksen ja toiminto-
jen pitäisi vastata mahdollisimman paljon suunnittelijoiden toiveita. Ohjelman tuottami-
en tulosteiden ja taulukoiden taas oli palveltava mahdollisimman pitkälle urakoitsijoiden 
tarpeita. 
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10.4 Tarvittavat liitynnät ja rajapinnat 
Ohjelmalla oli kaksi keskeistä rajapintaa. Ensimmäinen oli suunnittelijan näkemä käyt-
töliittymä. Sen toimintosijoittelulla ja ulkomuodolla oli suuri merkitys käyttömukavuuteen 
ja työskentelyaikaan. Toinen rajapinta löytyi MCSD:n ja tuotettavan ohjelman väliltä.  
10.5 Ohjelmiston toiminnallisuus 
Projektin aloituskokouksissa käytiin läpi näkemyksiä valmiista ohjelmasta sekä asetet-
tiin tiettyjä perusvaatimuksia sen toiminnoille. Useita toimintoja ei määritetty kovinkaan 
yksityiskohtaisesti. Yksi syy tähän oli epätietoisuus liian tiukkojen vaatimusten toteutet-
tavuudesta. Projekti oli sentään yrityksen ensimmäinen ohjelmistotuotantoprojekti. Vaa-
timukset asetettiin väljiksi, jotta niitä voidaan työn edetessä muokata helpommin toteu-
tettaviksi, mutta silti riittävän toiminnallisuuden tarjoavaksi. Myöskään ei haluttu vaatia 
ominaisuuksia, jotka saattaisivat tehdä projektiaikataulusta liian tiukan. Projektin alussa 
sille asetettiin seuraavat vaatimukset: 
– Kopiosuojausjärjestelmä 
– Tuotetulla ohjelmalla tulee olla jonkinlainen kopiosuojajärjestelmä, joka es-
tää ohjelman suoran kopioinnin tai vuotamisen yrityksen ulkopuolelle esi-
merkiksi vaihtavien työntekijöiden mukana. 
– Helppokäyttöisyys ja luotettavuu 
– Ohjelman toiminnot eivät saa olla liian monimutkaisia tai työläitä. Esimerkik-
si tiedonesikäsittely muissa ohjelmissa tai monivaiheiset ja monimutkaiset 
valikot eivät ole toivottavia. Ohjelma ei myöskään saa hävittää tai luoda tyh-
jästä tietoa ja muutenkin toimia oletettavalla tavalla. 
– Tallennusjärjestelmä 
– Ohjelman on kyettävä tallentaa laiteluettelo sekä avaamaan tallenne. 
– Jatkomuokkauksen varmistaminen 
– Ohjelma on suunniteltava ja toteutettava siten, että sen jatkokehitys, korjaus 
ja muokkaaminen on mahdollista kohtuullisella työllä. 
– Sarakkeiden mukaan järjestäminen 
– Tietyt ominaisuudet on aina voitava esittää tietyssä kohdassa. 
– Keskeisimpien laskutoimitusten toteutus 
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– Projektissa on toteutettava valmis laskenta tuloilmakoneiden peruslaskuille 
kuten lämmityspatterin kiertovesipumppumitoitukselle sekä patteritehojen ja 
virtausten selvittämiseen.   
– Laskenta 
– Ohjelmaan on toteutettava laskentajärjestelmä, joka käyttää hyödykseen 
sekä kaaviosta saatuja että kasinsyötettyjä arvoja. Ajopyynnöstä laskenta 
suorittaa määrätyt laskutoimitukset. 
– Ohjelman keskeisten toimintojen muokkaus  
– Ohjelman keskeiset toiminnot, kuten laskentakaavat, sarake-esitykset ja oh-
jelman asetukset, on oltava muokattavissa ilman lähdekoodimuutosta. 
– Tulostettavien tietojen valinta. 
– Käyttäjän on voitava jättää tietoja tulostuksen ulkopuolelle. 
– Muutosmerkintäjärjestelmä 
– Projektille, sivuille ja laitteille on voitava asettaa ja poistaa muutosmerkkejä. 
Muutosmerkkejä on voitava hallinnoida yhdestä paikasta. 
– Projektitietojen syöttö ja esitys 
– Ohjelmaan on voitava sijoittaa projektitiedot ja nimiötiedot. Ohjelman on 
osattava esittää tiedot halutuissa kohdissa. 
– Laitetietojen syöttö 
– Ohjelman on kyettävä vastaanottamaan tietoa MCSD-piirroksesta. Niiden 
tietojen perusteella ohjelman on kyettävä rakentamaan laiteluetteloesitys. 
Ohjelmaa on voitava käyttää myös manuaalisesti laiteluetteloiden luontiin.  
– Tietojen järkevä esittäminen ja tulostus 
– Ohjelman on kyettävä esittämään sille annettua laitetieto järkevästi sekä ky-
ettävä tuottamaan siitä vähintään pdf-muotoinen tuloste. 
– Yksinkertainen virheentarkistus 
– Ohjelmalle on toteutettava yksinkertainen virheentarkistus, joka esimer-
kiksi estää laskennan ajamisen, jos syötetyssä arvoissa ilmenee virhei-
tä. 
10.6 Käyttöliittymät 
Ohjelmalla oli yksi käyttöliittymä käyttäjän ja ohjelman välillä. Käyttöliittymä oli perintei-
nen ikkunamuotoinen graafinen käyttöliittymä. Käyttöliittymä oli toiminnaltaan hiiripai-
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notteinen, sillä käyttöliittymä perustuu välilehtiin painikkeisiin ja vetovalikkoihin. Teks-
tinsyöttö tapahtui näppäimistöllä. Lisäksi ohjelmassa oli muutamia näppäinkomentoja 
sekä pikanäppäimiä. 
10.7 Liitännät muihin järjestelmiin 
Ohjelmalla oli kaksi liitäntää ulkoisiin järjestelmiin. Ensimmäinen oli ohjelman ja käyttö-
järjestelmän välinen tulostusliityntä. Ohjelma tuotti tulosteen ja lähettää sen käyttöjär-
jestelmän tarjoamiin tulostuspalveluihin. Toisena liityntänä oli MCSD, josta ohjelman oli 
kyettävä tuomaan tietoa.  
11 Ohjelman suunnittelu  
Projekti aloitettiin ottamalla MCSD käyttöön ja luomalla sille kattava ja viimeistelty 
komponenttikirjasto. MCSD:n käyttöönoton yhteydessä aloitettiin laiteluettelo-ohjelman 
vaatimusten kerääminen ja ohjelman perusrakenteen hahmottaminen. MCSD:n käyt-
töönotto ja laiteluettelo-ohjelmaprojektin aloitus menivät pitkälti limittäin. 
Laiteluettelo-ohjelman aloituskokousta edeltävissä MCSD:hen liittyvissä kokouksissa 
oli jo pohdittu useaan otteeseen laiteluettelo-ohjelmaa siihen kuluvaa aikaa sekä sen 
toteutuskelpoisuutta. Laiteluettelo-ohjelmaprojekti aloitettiin virallisesti aloituskokouk-
sessa. Aloituskokouksessa käytiin lyhyesti ohjelmalta odotettavia toimintoja. 
Koska kenelläkään ei ollut aiempaa ohjelmistotuotantokokemusta, niin projektissa läh-
dettiin rauhallisesti liikkeelle. Keskeisimmät kysymykset projektin alussa olivat graafi-
sen käyttöliittymän toteutettavuus ja ohjelmointiosaamisen taso. Toteutettavien ominai-
suuksien määrä ja monimutkaisuus oli suoraan riippuvainen ohjelmoitsijan taidoista ja 
käytetystä ohjelmointiympäristöstä. Siksi todettiin, että projekti oli hyvä aloittaa kokeilu-
jaksolla. Kahden viikon kokeilujaksolla pääsuunnittelija saattoi tutustua ohjelmointiym-
päristöön ja kokeilla sen tarjoamia teknisiä mahdollisuuksia sekä rajoitteita. Kokeilujak-
son jälkeen pidetyssä kokouksessa pääsuunnittelijan oli tarkoitus tuoda esille ehdotuk-
sia eri toteutusvaihtoehdoista, jotka vastaisivat aloituskokouksessa esitettyä visiota 
ohjelmasta.   
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Kokeilujakson tuloksia käytiin läpi kokouksessa. Ko-
kouksen aikana todettiin, että välilehtiin ja riveihin pe-
rustuva ohjelmarakenne olisi sopiva ja luonnollinen 
kehitysaskel nykyisestä laiteluettelosta. Lisäksi koko-
uksessa esitettiin esimerkkiohjelma, joka on esitetty 
kuvassa 11.1. Ohjelma esitti kyseisen järjestelmän 
toteutettavuuden hyvin pelkistetyllä tasolla. 
Kokeilujakson jälkeen alkoi selvitä, mitkä ominaisuu-
det ja toiminnot olivat mahdollisia. Lähinnä Qt Creato-
rin monipuolisuuden ja helppokäyttöisyyden ansiosta 
voitiin todeta, että lähes kaikki halutut toiminnot olivat 
toteutettavissa. Kokeilujakson jälkeisessä kokouk-
sessa todettiin lopullisesti laiteluettelo-ohjelma to-
teutuskelpoiseksi investoinniksi. Kokeilujakson 
jälkeisessä kokouksessa myös annettiin pääsuun-
nistelijalle päävastuu ohjelman suunnittelusta, to-
teutuksesta sekä projektin etenemisestä ja sen dokumentoinnista. Ohjelman rakenne ja 
vaadittavat toiminnot vahvistettiin kokeilujakson jälkeisessä kokouksessa.  
Seuraava tärkeä vaihe oli ohjelman ulkoasun hahmottaminen. Haluttu ulkoasu vaikut-
taisi pitkälti toteutusprosessiin ja tarvittaviin ohjelman sisäisiin rakenteisiin. Ulkoasun 
hahmottamisen helpottamiseksi sovittiin, että seuraava kokous olisi ulkoasun tarkaste-
lukokous. Sitä varten pääsuunnittelija tekisi graafisia hahmotelmia ohjelman sivuista ja 
toiminnoista. Ohjelman toimintojen tarkkojen sijaintien määrittely jätettiin avoimeksi. 
Tarkoituksena oli, että niitä tarkasteltaisiin kohta kerrallaan projektin edetessä. Tämä 
johtui lähinnä siitä, että ei ollut yksityiskohtaista visiota siitä miten ohjelman tulisi tarkal-
leen toimia. Tämä tuotti tiettyjä rajoituksia ohjelmistotuotannon tehokkuuteen, mutta 
mahdollisti samalla joustavamman kehitystyön. 
Ulkoasun tarkastelukokousta varten pääsuunnittelija oli laatinut kuvasarjan, joka hah-
mottaisi ohjelman ulkomuotoa sekä perustoimintojen sijaintia. Kuvasarja selityksineen 
on nähtävissä liitteessä 9. Kuvassa 11.2 esitetään liitteestä 9 löytyvä kuva laitesivusta. 
Kuvassa havainnollistetaan, miltä luotavan laiteluettelon yhden laitesivun ajateltiin näyt-
tävän valmiissa ohjelmassa. 
Kuva 11.1. Testijaksolla tuotettu, 
graafisen käyttöliittymän toteutusta 
havainnollistava, ohjelma. 
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Liitteen 9 kuvista käy 
hyvin esille, että oh-
jelman rakenteen 
ajateltiin perustuvan 
sivuihin. Sivut jakau-
tuivat edelleen rivei-
hin, jotka kuvasivat 
laitetta. Tämä oli pit-
kälti samanlainen 
esitys kuin aiemmas-
sa laiteluettelossa. 
Koko rakenne on esitettynä kuvassa 11.3. Kuvasta voi hahmottaa miten projekti on 
hallitseva yksikkö ja sen sisältö jakautuu useisiin alaosiin.  Selkeimpänä erona oli arvo-
jen esittäminen rivien sisällä liikkuvina soluina. Aiemmassa laiteluettelossa jokaisella 
ominaisuuden arvolla oli oma vakiosijaintinsa. Tämä esitysmuoto odotetusti kirvoitti 
paljon keskus-
telua osanotta-
jien kesken.  
Ulkoasukoko-
uksen jälkeen 
kaikki oli val-
mista varsinai-
sen ohjelman 
toteutuksen suunnittelua varten. Toteutuksen suunnittelussa tärkeintä oli jakaa projekti 
riittävän pieniin ja selkeisiin osaiin. Ohjelman suunnittelu jaettiin korkean tason, keski-
tason ja matalan tason suunnitteluosiin.  
Kuva 11.3. Hahmotelma tiedon jakautumisesta rakenteesta. 
Kuva 11.2. Hahmotelma laitesivun ulkomuodosta. 
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Korkean tason suunnitteluun kuului keskeisten luokkien määritys ja niiden väliset riip-
puvuudet ja yhteydet. Tässä tasossa ei suoritettu yhtään ohjelmointia. Ainoastaan 
hahmotettiin luokkia ja niiden välistä vuorovaikutusta. Tämä onnistui parhaiten luomalla 
erinlaisia kaavioita ja karttoja järjestelmästä kuten kuvassa 11.4 on esitetty. Kuvassa 
on koko ohjelman korkeantason hahmotelma kuvattuna kuudelle A4-paperille.  Keski-
tason suunnittelussa pohdittiin jo luokkien metodeja. Metodi on ohjelmoinnissa käytetty 
termi, jolla kuvataan olio-ohjelmointikielen olion funktiokutsua [18]. Lisäksi tuotettavaa 
koodia havainnollistettiin pseudokoodin avulla.  Matalan tason suunnittelu oli jo käytän-
nössä toteutusta. Koodia kirjoitettiin, dokumentoitiin ja testattiin.  
Ohjelman jako eri osa-alueisiin oli tässä projektissa suhteellisen selkeää. Ohjelmasta 
oli helposti hahmotettavissa keskeiset taustajärjestelmät ja niiden ympärille rakentuvat 
apujärjestelmät. Seuraavasta luetelmasta on mahdollista nähdä projektin ohjelmoin-
tiosan jaottelu eri osa-alueisiin lajiteltuna toteutusjärjestyksen mukaan: 
Kuva 11.4. Projektin korkean tason hahmotelma. 
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– keskeiset osa-alueet: 
– konsolijärjestelmä 
– ohjelman ydin ja graafisen ympäristön alustusjärjestelmä  
– projekti ja sen luomis- ja lopetusjärjestelmä  
– revisiojärjestelmä 
– esitysjärjestelmä 
– tiedostoluku- ja tiedostotallennusjärjestelmä  
– MCSD-tuontijärjestelmä 
– projektin avaus- ja lopetusjärjestelmä 
– laskennan apujärjestelmät 
– script engine 
– laskenta kokonaisuutena 
– tulostusjärjestelmä. 
Suunnittelutyökulkua seurasi toteutusvaihe. Kuten aiemmin on todettu, niin ohjelman 
vaatimuksista ei haluttu tehdä liian tiukkoja vaan niiden annettiin elää toteutuksen aika-
na. Toteutusvaiheen aikana pääsuunnittelija toteutti ohjelmistoa osa-alue kerrallaan. 
Lisäksi toteutuksen aikana pidettiin säännöllisesti kokouksia pääsuunnittelijan kutsusta. 
Kokouksissa esitettiin projektin etenemistä, tuotettua ohjelmistoa ja kerättiin näkemyk-
siä sekä kehitysehdotuksia toimintojen toteuttamiseen.  
12 Ohjelman toteutus 
Tässä luvussa esitetään kaikki ohjelman keskeiset osa-alueet sekä niiden toiminnot. 
Ohjelmaa suunnittelussa ja toteutuksessa pyrittiin käyttämään mahdollisimman paljon 
Qt:n tarjoamia ohjelmointiluokkia hyödyksi. Qt:n luokat olivat pitkän aikavälin kehitys-
työn tulosta ja kattavammin testattuja verrattuna itse tehtyihin luokkiin. Hyvällä Qt-
luokkien hyödyntämisellä säästettiin ohjelmointiaikaa, testausaikaa sekä parannettiin 
ohjelman luotettavuutta. 
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12.1 Konsolijärjestelmä 
Tavoite 
Konsolijärjestelmä oli ensimmäinen ohjelmaan toteutettava toiminto. Konsolijärjestel-
män tehtävänä oli esittää pääosin tarpeetonta tietoa ohjelman toiminnasta ajon aikana. 
Lisäksi se oli erinomainen testaustyökalu, jonka avulla pystyi seuraamaan ohjelman 
toimintaa. Jokainen ohjelman keskeinen toiminto pystyi lähettämään konsolijärjestel-
mälle tiedon toiminnon onnistumisesta tai tietoja virheen syystä. Lisäksi ohjelmalta pys-
tyi pyytämään muuten näkymättömissä olevien tietojen esityksen konsoli-ikkunaan. 
Suunnittelu 
Konsolijärjestelmän esikuvana 
oli käyttöjärjestelmistä tuttu ko-
mentorivi-ikkuna. Konsolijärjes-
telmä esitti itsensä erillisenä 
ikkunana ja käynnistyi itsenäi-
sesti pääohjelman käynnistyes-
sä. Lisäksi konsoli-ikkunan voi 
tarvittaessa sulkea kokonaan 
pois. Kuvassa 12.1 on nähtävis-
sä valmis konsoli-ikkuna, jossa 
näkyy tiedot projektin käynnis-
tymisestä, virheellisestä sivutuonnista ja projektiin lisättyjen sivujen tiedot. Konsolijär-
jestelmä hahmotettiin liukuvalikolliseksi riviesitykseksi. Konsolijärjestelmä esitti rajalli-
sen määrän rivejä. Kun esitettäviä rivejä oli enemmän kuin raja sallii, alkoi järjestelmä 
poistaa vanhimpia rivejä. Lisäksi konsolijärjestelmä esitti rivin edessä aina juoksevan 
rivinumeron. 
Toteutus 
Konsolijärjestelmä toteutettiin aluksi siten, että tulosteiden esittämiseen käytettiin Qt:n 
QTextEdit-widgettiä. Widget oli Qt:n graafisiin käyttöliittymiin tarkoitettu ohjelmistomo-
duuli [19]. QTextEditin esittämän tekstin perään lisättiin aina append-metodilla esitettä-
Kuva 12.1. Ohjelman konsoli-ikkuna. Ikkunasta on 
nähtävissä virhetietojen tulostusta. 
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väksi haluttu rivi. Testauksen aikana tämä toteutus osoittautui huonoksi, sillä append-
metodi oli raskaskäyttöinen. Esitettävien rivien lukumäärän ylittäessä noin 150 kappa-
leen alkoi koko järjestelmä hidastua. Tilanne ratkaistiin vaihtamalla QTextEditin sijaan 
esitystavaksi QLabel. Jokainen rivi vastasi yhtä QLabel-widgettiä. Tällä ratkaisulla 
päästiin yli 1000 esitettävään riviin ennen kuin järjestelmä alkoi hidastua.  
Toiminnot ja lopputulos 
Konsolijärjestelmä toimi luotettavasti ja tehokkaasti suunnitellulla tavalla. Toisin kuin 
perinteiset konsolit ja komentorivit, luotu konsoli tulostaa rivit aina konsolin ylimmälle 
riville. Tämä johtuu siitä, että se oli teknisesti helpompi toteuttaa. 
12.2 Ohjelman ydin ja graafisen ympäristön alustusjärjestelmä 
Tavoite 
Ohjelman osien välillä oli tietty hierarkia ja rajatut näkyvyysalueet. Lisäksi ohjelman 
osat tarvitsivat alueen, joka loisi, hallitsisi ja esittäisi ne. Tämä tehtävä kuului ohjelman 
ytimelle, joka on käytännössä ohjelman pääikkuna. Pääikkunan tuli hallinnoida koko 
projektin toimintaa. 
Suunnittelu 
Alkuperäisessä hahmotelmassa ydin rakentui kokonaisuudessaan yhteen luokaan. 
Tämä luokka vastasi projektin ajosta tarjoten sille ikkunan, jossa esittää itsensä. Lisäksi 
ydinluokka esitti kaikki ohjelmaan hallintatyökalut ja toiminnot sivun yläreunan veto-
palkkivalikossa. Ydinluokka myös loi projektiluokasta tehtävän olion, joka vastaa pro-
jektia. Ydintä tehdessä oli tärkeintä ottaa huomioon näkyvyysmääreet. C++:ssa luokas-
ta tehty olio ei ollut tietoinen oliosta, jossa se sijaitsee. Näin ollen yksikään olio, joka 
sijaitsi ydinluokassa tai ydinluokassa sijaitsevassa oliossa ei nähnyt ydinluokka ja sen 
metodeja. Tästä johtuen ydinluokkaan ei voitu sijoittaa merkittäviä yleiskäyttöisiä meto-
deja. Tätä ongelmaa kiertämään luotiin työkaluluokat ProjectTools ja ProgramTools. 
Molemmista luokista oli olemassa kerrallaan vain yksi ilmentymä. ProgramTools piti 
sisällään kaikki ohjelman käyttämät vakiot ja muut työkaluluokat kuten konsoliolion. 
Lisäksi se säilytti ohjelmakohtaiset asetukset ja tiedot. ProjectTools-luokka taas oli pro-
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jektikohtainen luokka. Se luotiin ydinluokassa ja annettiin aina ajettavalle projektille. Se 
säilytti kaikki projektikohtaiset tiedot ja tietovarasto. Lisäksi se vastaanotti program-
Tools-luokan ilmentymän. ProjectTools-olio välitettiin osoittimena kaikille projektin alai-
sille luokille, jolloin ne saivat käyttöönsä sekä projectTools- että programTools-luokkien 
työkalut, vakiot ja asetukset. 
Toteutus  
Ydinluokan toteutus sujui suhteellisen helposti. Kuten Qt-pohjaisissa ohjelmissa yleen-
sä, niin pääikkunana toimiva luokka peri QMainWindow-luokan. Kyseinen luokka tarjosi 
valmiit ikkunatoiminnot sekä yläreunan vetopalkkivalikon. Toteutuksen aikana tuli muu-
tama kerta vastaan näkyvyysalueongelma. Tämä syntyi siitä, että ProjectTools oli an-
nettu oliolle, joka sijaitsi ProgramToolsissa. Tällöin syntyy ristiviittaus. Asia oli kuitenkin 
korjattavissa vaihtamalla ProgramTools-luokassa sijainneen olion sijainti ja luontipaik-
kaa. 
Toiminnot ja lopputulos 
Ytimestä tuli vakaasti toimiva ohjelman 
osa. Sen valikkorivin kautta suoritettiin 
kaikki keskeiset toiminnat aina projekti-
luonnista sivuhallinnan kautta tulostuk-
seen. Kuvassa 12.2 on nähtävissä ydin-
luokkaa edustavan ikkunan vetopalkkiva-
likko, josta löytyy esimerkiksi valinta uu-
den projektin luonnille. 
 
 
 
Kuva 12.2. Pääikkunan tiedosto-
vetovalikko. 
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12.3 Projekti ja sen luomis- ja lopetusjärjestelmä  
Tavoite 
Projektin luomis- ja lopetusjärjestelmän tehtävä oli luoda ja sulkea ohjelman projekti. 
Ohjelmalla piti kyetä tuottamaan sekä RAU- että LVI-laiteluetteloja, joten molempia 
varten piti olla omat projektityyppinsä. Projektin taas tuli tarjota esitysjärjestelmä varsi-
naisille laiteluettelon sivuille. 
Suunnittelu 
Projektin luomis- ja lopetusjärjestelmä oli erittäin keskeinen järjestelmä. Se yksin vas-
taisi muun muassa: 
x uuden laiteluetteloprojektin luomisesta 
x sivujärjestelmän toiminnasta ja esityksestä 
x sivujen luonnista ja poistosta 
x sivujen järjestyksestä ja taustatietojen päivitettynä pitämisestä 
x projektiasetuksista  
x projektin lopetuksesta. 
Kyseisen järjestelmän toiminta jakautui kahteen luokaan – projektiluokkaan ja osittain 
ydinluokkaan. Ydinluokka vastasi laiteluetteloprojektin luomisesta sekä lopetuksesta. 
Tätä suhdetta yritetään hah-
mottaa kuvassa 12.3. Luo-
misprosessissa ydinluokka loi 
uuden ilmentymän projekti-
luokasta. Projektiluokka vas-
tasi yhtä projektia ja sisältäisi 
kaikki projektin toimintaan 
tarvittavat toiminnot. Se kykeni toimimaan luonnin jälkeen itsenäisesti.  Lopetustoiminto 
ei sisältänyt mitään erikoista. Se sijaitsi ydinluokassa ja käytännössä vain varmisti käyt-
täjältä lopetusluvan. Lopetusluvan saatuaan se yksinkertaisesti kutsui käynnissä ole-
valle projektille delete-käskyä. Vaikka tämän vaiheen toteutus oli helppo, niin oli oltava 
Kuva 12.3. Ydinluokan ja projektin suhde. 
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erittäin tarkka, jotta kaikki projektiin liittyneet oliot tulivat poistetuksi. Muussa tapauk-
sessa oli odotettavissa muistivuotoa.  
Projektiluokka vastasi yksin laiteluetteloprojektin ulkonäöstä sekä sivujärjestelmän toi-
minnasta. Sivujärjestelmä esitettiin välilehtijärjestelmä, koska Qt tarjosi QTabWidget-
luokan. QTabWidget-luokan olio 
oli itsenäinen välilehtijärjestelmä, 
joka sisälsi valmiit toiminnot väli-
lehtien järjestelylle ja esitykselle. 
Tätä havainnollistetaan kuvassa 
12.4, missä vaihdetaan projektin 
sivujen järjestystä. Tämä oli erit-
täin hyvä asia, sillä välilehtijärjes-
telmä oli todella intuitiivinen ja 
käytännöllinen ratkaisu sivujär-
jestelmälle. Jokainen välilehti 
vastasi sivua ja esittää yhden 
sivuluokan olion. Projektiluokka ei saanut välittää sivun sisällöstä vaan sen tehtävänä 
oli vain esittää se ja hallinnoida perustoimintoja kuten uudelleennimeämistä ja tausta-
tietojen päivitettynä pitämistä.  
Luomis- ja lopetusjärjestelmä vastasi myös projektityypin asettamisesta vastaamaan 
annettua luontikäskyä. Sama projektiluokka pystyi palvelemaan sekä RAU- että LVI-
projekteja. Riitti, että projektiluokalle annettiin oikea projektityyppin enumeraatio. Enu-
meraation perusteella projektiluokka osasi konstruktorissaan valita itselleen oikeat ase-
tukset. RAU- ja LVI-projektit erosivat ohjelmassa toisistaan vain kansisivun, tulos-
tusasetusten ja sivutuontiarvon perusteella. 
Toteutus   
Järjestelmä rakentui periaatteessa kolmesta vaiheesta. Ensimmäisessä vaiheessa luo-
tiin ydinluokkaan projektin luonti- ja sulkumetodit. Seuraavaksi toteutettiin projektiluok-
ka ja sille sivujen luontiin ja esittämiseen liittyvät toiminnot. Viimeisessä vaiheessa to-
teutettiin vakiosivujen luonti sekä tausta- ja esitystoiminnot. 
 
Kuva 12.4. Sivujen järjestyksen muuttaminen. 
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Toiminnot ja lopputulos  
Järjestelmä saatiin hyvin toimimaan ja se loi ja 
sulki projektit odotetusti ja luotettavasti. Pääik-
kunan päävalikosta sai valittua helposti halutun 
projektityypin, jonka vaihtoehdot on esitetty ku-
vassa 12.5. Projektin luonnin yhteydessä oh-
jelma asetti projektille projektityyppiä vastaavat 
asetukset ja vakiosivut.  
12.4 Revisiojärjestelmä 
Tavoite 
Revisio- eli muutosmerkkijärjestelmän tarkoitus oli automatisoida revisioiden hallinta 
laiteluettelossa. Automatisoitu revisiojärjestelmä pitäisi huolen, että revisiomuutoksen 
yhteydessä laiteluettelossa ei esiintyisi vanhentuneita merkkejä ja laitteille voisi antaa 
vain seuraavan vapaan revision. 
Suunnittelu 
Revision tehtävänä oli merkata, että projektin nykyisen version sivussa tai laitteessa oli 
tapahtunut muutos aiempaan versioon verrattuna. Revisiota merkattiin kirjaimilla A:sta 
T:hen. Revision kasvaessa aiemmat revisiomerkinnät poistetaan ja vain uusissa muu-
toksissa näkyy sen hetkinen revisiomerkintä. Kaikki tehdyt revisiomerkinnät näkyivät 
kootusti kansisivulla. Tämä on havaittavissa kuvasta 12.6, missä esitetään kansisivu, 
jossa on jo useita revisioita. Kansisivulla tuli ilmetä revisiomerkki, revisiotekijä, revisio-
kuvaus sekä revisiopäivämäärä.  
 
Kuva 12.5. Projektityypin valinta. 
Kuva 12.6. Kansisivulla revisiomerkinnöille varattu alue, jossa revisioita. 
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Toteutus   
Revisiojärjestelmä oli toiminnallisuudeltaan pieni, mutta kooltaan laaja-alainen järjes-
telmä. Sen vaikutusalueeseen kuului projektiluokka, laitesivut, kansisivu sekä laiterivit. 
Järjestelmä rakennettiin sellaiseksi, että järjestelmän hallinta tapahtuisi yksinomaan 
kansisivusta. Kun kansisivussa pyydettiin uutta revisiomerkkiä, niin se lähetti signaalin 
projektiluokalle. Projektiluokka selvitti kansisivun revision ja lähetti tiedon revision 
muuttumisesta kaikille alaluokilleen. Tätä prosessia kyetään selventämään kuvassa 
12.7 esitetyn kaavion avulla.  
 
Toiminnot ja lopputulos  
Revisiojärjestelmästä tuli 
varsin toimiva. Kun kan-
sisivussa kasvattaa revi-
siota, kuten kuvasta 12.8 
nähdään, niin projektiin 
tuli uusi revisiopaikka. 
Samalla koko projektin 
Kuva 12.8. Projektiin lisätään revisiomerkintä. 
Kuva 12.7. Kaavio ohjelman revisiojärjestelmän sisäisestä toiminnasta. 
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kaikilta sivuilta poistettiin mahdolliset aiemmat revisiomerkit. Laitteille ja sivuille myös 
kerrottiin revisiomerkki, jonka ne näyttävät, jos niille asetetaan muutosmerkki. Kaikki 
syötetyt revisiotiedot näkyivät myös tulosteissa. Tarvittaessa revisiota saattoi myös 
laskea, jolloin ohjelma suoritti samat toimenpiteet kuin revisio kasvattaessa. 
12.5 Esitysjärjestelmä 
Tavoite 
Esitysjärjestelmä vastasi kaiken tiedon esittämisestä, käyttäjäkokemuksesta ja tiedon 
organisoinnista. Esitysjärjestelmän tuli esittää kakki keskeiset arvot ja tiedot intuitiivi-
sesti sekä tarjota ohjelman käyttäjälle looginen käyttöliittymä, josta tiedonmuokkaus-
työkalut löytyisivät helposti. Hyvin toimiva käyttöliittymä oli ohjelman ehdoton edellytys, 
sillä se vaikuttaa paitsi käytön nopeuteen, niin myös käyttäjän työmotivaatioon. 
Suunnittelu 
Esitysjärjestelmän suunnittelu oli pitkä prosessi. Koska järjestelmä oli erittäin merkittä-
vä, niin sen piti olla alusta alkaen rakenteeltaan selkeä, laajennettava ja toimiva. Ra-
kennetta pohdittaessa otettiin huomioon seuraavat asiat: 
– käsiteltävän tiedon laatu 
– Käsiteltävä tieto on tekstimuotoista. 
– sopiva esitysmuoto 
– Laiteluettelossa on aina kyse listaukista. Sivut ovat kaaviokohtaisia.  
– tiedon muokkausvaatimukset 
– Esitettävälle tiedolle on voitava suorittaa tiettyjä perusoperaatioita kuten 
laitteen poisto, siirto ja luonti sekä jaottelu. Tämä vaatii modulaarista ra-
kennetta. 
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Pohdinnan ja hahmotelmien jälkeen päädyttiin sivuihin, riveihin ja soluihin perustuvaan 
järjestelmään. Ohjelman yksi välilehti vastasi laiteluettelon sivua. Sivu taas vastasi yhtä 
kaaviota, jonka laitteita laiteluettelon sivu esittäisi. Rivi vastasi yhtä sivun laitetta. Solut 
taas vastasivat laitteen ominaisuuksia sekä niiden arvoja. Sivuihin, riveihin ja soluihin 
pohjautuva järjestelmä tarjosi paitsi intuitiivisen esitysmuodon, niin myös helposti laa-
jennettavan järjestelmän. Kuvassa 12.9 näkyvässä kaaviossa on pyritty hahmottamaan 
esitysjärjestelmää yleisellä tasolla. Järjestelmä käytti hyödyksi kantaluokan perintää ja 
virtuaalisia metodeja, joiden avulla laajennettavuuden säilyminen varmistettiin. Kuvasta 
12.9 voi hahmottaa, miten eri sivut periytyivät yhdestä luokasta. Sama päti riveihin. 
Tämän osa-alueen vaikein aihe oli sivujen, rivien ja solujen välinen kommunikointi. Si-
vut pitivät sisällään ja esittivät kaikki rivit. Rivit taas pitivät sisällään kaikki solut ja esitti 
ne. Tästä seurasi usein tarve ristiviittauksille, mikä oli toteutettava Qt:n signal-slot-
järjestelmän avulla. Tämä onnistui kantaluokkien avulla suhteellisen mallikkaasti. 
Toteutus   
Projekti keräsi kaikki sivunsa QList-olioon. Tällöin kaikille eri sivuille tarvittiin yhteinen 
kantaluokka, sivu-luokka, joka piti sisällään sivuille kuuluvat perustoiminnot. Perustoi-
mintoja olivat sivun nimen tietäminen, sivun tyypin tietäminen sekä virtuaalisten meto-
dien esittely. Sivulla oli kaksi virtuaalista metodia – revision anto ja sivuesityksenpäivi-
tys. Jokainen erityyppinen sivu peri sivu-kantaluokan ja sai käyttöönsä sen metodit, 
jäsenmuuttujat sekä toteutti kantaluokan esittämät virtuaaliset metodit.  
Kuva 12.9. Esitysjärjestelmän jakautuminen osiin, joita on helppo laajentaa. 
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Rivijärjestelmä oli rakenteeltaan identtinen sivujärjestelmän kanssa. Kuten projekti ke-
räsi sivuja listaansa, niin sivu keräsi laitteita listaansa. Tämä on myös nähtävissä ku-
vasta 12.9. Projekti-luokan käyttämä QTabWidget tarjosi useita valmiita hallintatyökalu-
ja esimerkiksi sivujärjestyksen muuttamiseen. Sivuilla ei ollut käytössä näitä valmiita 
toimintoja, vaan ne jouduttiin rakentamaan alusta asti. Tämän takia rivien kantaluokalle 
annettavien toimintojen merkitys ja laatu korostuvat. Keskeiseksi ongelmaksi muodos-
tui se, että rivien järjestystä voisi muuttaa vain rivit sisällään pitävä sivu. Kutsu muutok-
selle, kuten rivin poistamiselle tai paikan vaihtamiselle, taas voitaisiin antaa vain rivis-
sä. Rivin oli jotenkin kyettävä viestimään sivulle, että siltä on pyydetty toimintoa, jonka 
sivun on toteutettava.  
Kuten sivun kantaluokka, niin rivin kantaluokkakin tarjosi perustoiminnallisuudet kuten 
rivin nimen kertominen ja 
sivutyypin selvitys. Lisäksi 
kantaluokkaan toteutettiin 
niin sanottu rivitilausjärjes-
telmä. Rivitilausjärjestelmän 
rakennetta on pyritty ha-
vainnollistamaan kuvassa 
12.10. Aina kun käyttäjä 
pyysi riviltä jotain, niin rivi asettaisi itselleen tilauksen. Tämä näkyy kuvan 12.10 koh-
dassa 2. Tilaukset olivat määritetty enumeraationa yksiselitteisesti. Lisäksi rivi lähetti 
signaalin Qt:n signal-slot-järjestelmän avulla sivulle, kuvassa 12.10 kohta 3. Signaali 
pitää sisällään myös tiedon sivun indeksistä, joka lähetti signaalin. Tämän jälkeen sivu 
kysyi riviltä tilauksen tyyppiä ja toteutti sivuun määritettyjen käskyjen perusteella tilauk-
sen. Näin syntyi riittävän selkeä ja kevyt järjestelmä, jolla rivit ja sivut kykenivät kom-
munikoimaan keskenään. 
Solujen toteutus erosi selkeästi riveistä ja sivuista. Solu oli yksittäinen luokka, josta ei 
ollut aliluokkia. Solun tehtävänä oli esittää ominaisuudet ja ominaisuuksien arvot. Sen 
tarjosi myös mahdollisuuden vaihtaa ominaisuuden arvoa. Tämän takia arvo esitettiin 
aina tekstinsyöttökentässä. Kuvassa 12.11 esitetään yksi rivi, jossa kolme solua. Solun 
syöttöarvo voi olla lukittu tai muutettavissa. Arvon muuttaminen edellytti jokaisen solun 
kytkemistä signaalilla riviluokkaan. Signaalilla rivi tiesi, että jossain sen arvoissa on 
tapahtunut muutos. Tämä sig-
naalijärjestelmä ei ollut yhtä 
Kuva 12.11. Yksi laiterivi, jossa kolme solua. 
Kuva 12.10. Rivitilausjärjestelmän toiminta. 
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kehittynyt kuin rivin ja sivun välinen järjestelmä. Solujärjestelmän keskeisin ongelma oli 
saada luotua, matriisiluokkaa hyödyntäen, solulle sopiva tekstimuotoinen ohje. Ohjeen 
tuli välittää solulle tieto ominaisuuksista sekä missä ja miten ne piti esittää. Tämä tieto 
välitettiin soluille soluohjeella. Ohjeen perusteella solu rakensi itselleen esitysmuodon 
QLabeleistä ja tekstinsyötöistä. Soluohjeen rakentaminen jokaiselle solutulle oli rivin 
tehtävä. 
Toiminnot ja lopputulos.  
Kuten kuvasta 12.9 on havaittavissa, ohjelma käytti neljää eri sivutyyppiä. Jokaisella 
projektilla tuli aina olla projektisivu ja kansisivu. Kansisivussa esitettiin projektin nimiö-
tiedot ja revisiomerkinnät. Kansisivusta pystyi myös muuttamaan kyseisiä arvoja. Pro-
jektisivu esitti koko projektille yhteistä laskentaa. Siellä voitiin myös tarvittaessa esittää 
projektikuvaus, joka oli tekstimuotoista tietoa projektista. Manuaali- ja automaattisivut 
olivat laitesivuja. Sivujen ainoat erot olivat siinä, että automaattisivussa kaikkien omi-
naisuuksien arvot olivat lukittuja. Lukittuja arvoja voitiin muuttaa vain MCSD:ssä, jolloin 
muutokset näkyivät myös kaikille muille kaavion käyttäjille. Toinen ero oli automaatti-
tuonti. Kun laiteluettelo rakennettiin MCSD-kaavion perusteella, niin loi se siitä auto-
maattisivun. Manuaalisivu ei tätä toiminnallisuutta tukenut. kuvassa 12.12 esitetään, 
miten tarjosi hallintarivinsä kautta lisäksi uuden rivin luonnin, sivun nimenvaihdon, si-
vun revisiomerkin 
asetuksen sekä sivun 
perustietojen esittä-
misen. 
Rivi rakentui hallinta osiosta ja solu osiosta. Tämä rakenne on hyvin nähtävissä kuvas-
sa 12.13.  Soluosiossa rivi esitti ominaisuutensa erilaisissa solurakenteissa. So-
lurakenne rakentui sarakehallintajärjestelmän määräämistä soluista. Sarakehallinta oli 
rivi, jonka sisältö määrättiin tietovarastossa. Näin sille voitiin antaa eri esityksiä. Sivun 
rivit lajittelivat ominaisuutensa vastamaan sarakehallinnan esitystä. Sarakehallinta vas-
tasi siitä, että halutut ominaisuudet olivat aina vakiokohdilla riippumatta edes siitä, että 
oliko laitteella kyseisiä ominaisuuksia. Loput ominaisuudet esitettiin yhdessä solussa 
Kuva 12.13. Sivun sarakehallintarivi ja laiterivi. 
Kuva 12.12. Sivun hallintarivi. 
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sarakehallinnan määräämien solujen jälkeen. Kuvassa12.13 nähdään, että kaksi en-
simmäistä solua ovat sarakehallinnan määräämiä. Muut ominaisuudet on esitetty yh-
dessä solussa niiden jälkeen. Laiterivin hallinta-alue tarjosi seuraavat toiminnot: 
x rivin kuvaaman laitteen laitetunnuksen esitys 
x rivin indeksin esitys 
x rivin siirto ylös 
x rivin siirto alas 
x rivin poisto 
x rivin valinta  
x painike rivin arvomuutosten tallentamiseksi 
x painike rivin ja sen arvojen kopiointia varten 
x painike rivin tietojen tulostamista varten. 
Solun elämä oli helppoa. Sen ei tarvinnut muuta kuin esittää sille annetut ominaisuudet 
ja arvot ohjeen mukaisesti 
12.6 Tiedostonluku- ja tallennusjärjestelmä  
Tavoite 
Ohjelman oli luonnollisesti pystyttävä tallentamaan ohjelman tietoa massamuistiin, jotta 
tietoa ei kadotettu ohjelman sulkeuduttua. Tällaista tietoa oli muun muassa projektiase-
tukset, projekti tallenteet sekä projektin tietovarastot. Tietovarastoissa ohjelma säilytti 
erilaisia muokattavia tietoja, kuten skriptejä, laitekuvaksia ja ominaisuus listauksia. Li-
säksi tietovarastot olivat luonteeltaan muuttuvia, mistä johtui, että niitä ei voitu sijoittaa 
ohjelman lähdekoodiin. Kaikki edellä mainittu oli pystyttävä tallentamaan tietokoneen 
massamuistiin sekä lukemaan ne sieltä.  
Suunnittelu 
Tiedoston avaus- ja lukujärjestelmässä oli monta huomioon otettavaa asiaa, kuten tie-
doston avausrutiinien suorittaminen sekä tiedoston sulkuoperaatioiden suorittamien. 
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Lisäksi oli suunniteltava sopiva tallennusmuoto. Koska ohjelman koko sisäinen tiedon-
käsittely perusti matriisiluokkaan, oli luontevaa, että tallennus tiedostoon tehtäisiin sa-
massa muodossa. Matriisiluokka oli itse tehty luokka, joka oli tarkoitettu matriisimuotoi-
sen tekstitiedon säilyttämiseen. Se pystyi käsittelemään periaatteessa äärettömän ko-
koista matriisia. Lisäksi siinä oli joukko käyttöä helpottavia metodeja. Tiedostojärjes-
telmästä haluttiin myös joustava ja helppokäyttöinen, jotta sitä voitiin kutsua lähes kai-
kista luokista. Tiedostojärjestelmän keskeisimmät käyttäjät olivat projektiluonti, projek-
tin avaus/tallennusjärjestelmä sekä tietovarastojen luontijärjestelmä.  
Tiedoston lukujärjestelmää suunniteltaessa otettiin huomioon se, että yhteen tiedos-
toon olisi mahdollista tallentaa useita matriiseja ja tarvittaessa jopa ihan muuta tietoa. 
Siksi tiedostojärjestelmään luotiin dynaaminen luku-prosessi sekä kaksi tallennusjärjes-
telmää. Dynaamisessa lukuprosessissa ohjelma kävi tiedostoa läpi rivi kerrallaan etsi-
en matriisin aloitusmerkkiä ja haettavan matriisin nimeä. Ne löydettyään ohjelma luki 
matriisin ja jätti huomiotta tiedoston muun sisällön. Tallennusjärjestelmässä ohjelma 
tallensi matriisin annettuun tiedostoon. Jos tiedostoa ei ollut, niin ohjelma loi sen. Tal-
lennustapoja oli kaksi: korvaava ja lisäävä. Korvaavassa tallennustilassa ohjelma tyh-
jensi tiedoston ennen kirjoitusta ja lisäävässä tallennustilassa ohjelma vain lisäsi mat-
riisin tiedoston loppuun säilyttäen mahdollisen alkuperäisen tiedon. 
Toteutus   
Tallennusta varten oli määri-
tettävä matriisin tekstimuotoi-
nen tallennusrakenne. Tallen-
nusrakenne oli lähdekoodissa 
määrätty matriisin tekstimuo-
toinen esitysstandardi. Kuten 
kuvasta 12.14 näkyy, matriisi 
oli tallennusmuodossaankin 
suhteellisen ihmisluettava.  
 
 
Kuva 12.14. Matriisiluokan tekstimuotoinen esitys. 
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Seuraava luetelma selventää matriisin tekstimuotoista rakennetta: 
– Aluemäritykset 
– Sarakenimet{} 
– Arvoalue{} 
– Matrix{} 
– Tunnusmerkit 
– ¬ = sarakerotin 
– { = alueen aloitus 
– } = alueen lopetus. 
Matriisin esityksen aloitti teksti ”Matrix{MatriisiNimi ¬ V0.6 ¬ VARALLA”. Samalla ilmoi-
tettiin esitettävän matriisin nimi, versio ja varalla-arvo. Sama aloitusteksti myös aloitti 
matriisin tietoalueen aaltosuluillaan, jonka välisessä alueessa esitettiin sarakenimet ja 
sarakearvot. 
Qt tarjosi selkeät työkalut tekstitiedostojen tiedosto-operaatioille. Kuten kuvasta 12.15 
näkyy, tiedostojenkäsittelyprosessi perustui kahteen Qt:n luokkaan. QFile vastasi tie-
dostoa ja QTextStream vastasi tiedoston tekstimuotoisesta lukemisesta. Tiedostojen 
Kuva 12.15. Tiedostojen avaus- ja tallennusjärjestelmä. 
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tallentaminen oli suhteellisen suoraviivainen toiminto. Ohjelma vain tallensi lähdekoo-
dissa esitetyn matriisistandardin mukaisesti matriisin tiedostoon. 
Toiminnot ja lopputulos.  
Tallennus- ja lukujärjestelmä koottiin kahden metodin taakse. Kuten kuvasta 12.15 nä-
kee, niin kansion ja matriisinimen perusteella pystyttiin hakemaan matriisi tiedostosta. 
Kansion, matriisinimen, tallennustyylin ja matriisin perusteella voitiin suorittaa matriisin 
tallennus. Järjestelmä osoittautui toteutuksen jälkeen niin toimivaksi, että siihen ei tar-
vinnut tehdä yhtään muutosta. 
12.7 MCSD-tuontijärjestelmä  
Tavoite 
MCSD-tuontijärjestelmän tehtävän oli vastata MCSD:stä tuodun materiaalin käsittele-
misestä laiteluettelo-ohjelman ymmärtämään muotoon. Tuontijärjestelmää käytettiin 
automaattisivujen sekä tietovarastojen tuonnin käsittelyyn. 
Suunnittelu 
Suunnittelu alkoi MCSD:stä saatavan 
materiaalin tarkastelulla. Mihin sitä käy-
tettiin ja miten sitä täytyi käsitellä? 
MCSD:stä saatiin tekstimuotoista tietoa 
ulos Create Report -työkalun avulla. 
Create Report -työkalun esityksessä ole-
vien sarakkeiden, eli ominaisuuksien, 
lukumäärän ja järjestyksen määräsi Re-
port Definition. MCSD:hen luotiin Report 
Definition, joka esitti kaikki olemassa ole-
vat ominaisuudet. Kuvassa 12.16 on esi-
tettynä MCSD:n report definition muokkausikkuna. Siellä luotiin tuontimääritelmä, joka 
kattoi kaikki tuotavat ominaisuudet.  
Kuva 12.16. MCSD:n Report Definitionin 
muokkausikkuna. 
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Create Report -työkalun kaltainen yksinkertainen tuontitapa aiheutti tuontijärjestelmälle 
lisävaatimuksia ja -toimintoja. Create Report -työkalun tiedoista piti osata lukea ja eri-
tellä tiedot automaattisivun tuontia varten, mutta myös pystyä rakentamaan tietovaras-
tot. Create Report ei esittänyt mitään muuta kuin MCSD:llä tehdyn kaavion laitteet, 
joten jos haluttiin rakentaa tietovarasto työkalun antamista tiedoista, niin MCSD-
kaaviossa piti olla kaikki laitteet ja linjat edustettuina. Tällainen kaavio tehtiin ja sitä 
kutsuttiin nimellä siirtokaavio. Siirtokaaviossa oli esitettynä MCSD:lle luodun kompo-
nenttikirjaston jokainen laite.   
Tuontijärjestelmä vastaanotti Create Report -työkalun esityksen, eli tuontitiedon, siirto-
kaaviosta. Se selvitti tuontitiedon sarakkeista ominaisuudet ja niiden yksiöt. Käymällä 
läpi jokaisen rivin ohjelma loi tietovaraston olemassa olevista laitteista ja linjoista eli 
systeemeistä. Lopputuloksena ohjelma kykeni tuottamaan kolme tietovarastoa siirto-
kaaviosta: systeemit, ominaisuudet ja laitteet. Automaattisivun tuonti oli hieman yksin-
kertaisempi toiminto. Tuontijärjestelmä kävi tuontitiedon rivit läpi ja vertasi sarakkeiden 
ominaisuuksia omaan tietovarastoonsa. Näiden tietojen perusteella tuontijärjestelmä 
osasi rakentaa joukon laitekuvauksia, jotka se luovutti automaattisivun esitettäviksi.  
Toteutus  
MCSD:n ja ohjelman välillä oli ainoastaan leikepöytärajapinta. Tämä tarjosi tekstimuo-
toisen tiedon tuonnin copy-paste-mentelmällä. Create Report -työkaluikkunassa oli 
Copy to Clipboard -toiminto. Kun tiedot oli saatu leikepöydälle, oli ne luettava sieltä. Qt-
tarjosi tähänkin luokan, QApplication::clipboard, jolla saatiin kerralla leikepöydän teks-
timuotoinen sisältö.  
Tietovarastoiden tuonti käynnistettiin ohjel-
man päävalikosta, joka on esitettynä kuvas-
sa 12.17.  Tämän jälkeen ohjelma luki leike-
pöydän sisällön ja tarkisti, että se on raken-
teeltaan suunnilleen oikean muotoinen. Itse 
tietovarastojen rakentamiseen kuuluu monta 
vaihetta ja jokaiselle tietovarastolle tarvittiin 
oma metodi, joka haki tuontitiedoista halutut 
tiedot.  Ohjelma rakensi kolme tietovarastoa ja 
tallensi ne tallennusjärjestelmän kautta tiedostoihin.  
Kuva 12.17. Tietovarastojen tuonti voi-
tiin käynnistää, kun leikepöydällä oli 
siirtokaavion tiedot. 
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Automaattisivun tuonnin toteutus oli helpompi kuin tietovarastojen tuonti. Ensimmäi-
seksi tuontitiedosto oli jätettävä huomiotta rivit, jotka eivät olleet laitteita vaan esimer-
kiksi systeemejä. Tätä varten ohjelmaan oli määritelty ominaisuuksia, jotka eivät kuulu 
laitteille. Ohjelman oli helppo poistaa rivit, jotka vastasivat systeemejä. Sen jälkeen oli 
erotettava RAU- ja LVI-laitteet. Tätä varten jokaisella laitteella oli laiteluettelon-
ominaisuus. Siihen määritettiin laitteen näkyvyys laiteluettelolle: L = LVI-laiteluetteloon, 
A = RAU-laiteluetteloon, LA = molempiin laiteluetteloihin ja 0 = ei laiteluetteloon. Oh-
jelma suodatti näiden merkkien ja ohjelmaan valitun projektityypin mukaan laitteet. Jäl-
jelle jääneistä laitteista muodostettiin laitekuvausmatriiseja, jotka luovutettiin automaat-
tisivulle. Lisäksi tarvittiin olemassa olevan automaattilaitesivun päivitystoiminto. Tämä 
oli käytännössä kuitenkin vain kaikkien laitteiden poisto ja uusien tuonti käyttäen yllä 
kuvattua toimintatapaa. 
Toiminnot ja lopputulos.  
Ohjelma tarjosi lopulta kolme MCSD-
tuontijärjestelmää käyttävää toimintoa. En-
simmäinen oli tietovarstojen tuonti, jonka pystyi 
suorittamaan milloin vain. Toinen ja kolmas 
olivat automaattisivun päivitys ja tuonti. Mo-
lemmat käynnistettiin ohjelman päävalikosta. 
Kuvassa 12.18 näkyy luodun ohjelman projek-
tivalikko. Seiltä pystyi muun muassa lisäämään 
ja poistamaan sivuja.  
12.8 Projektin avaus- ja tallennusjärjestelmä  
Tavoite 
Kuten kaikissa muokkausohjelmissa, niin tässäkin ohjelmassa vaadittiin ohjelman tilan 
tallentamista ja palauttamista. Tämä oli välttämätöntä, jotta ohjelmalla tehdystä projek-
tista voitiin pitää eri versioita, mahdollistaa ohjelman sammuttaminen menettämättä 
projektitietoja tai antaa projekti eri ihmisten käsiteltäviksi. 
 
Kuva 12.18. Projektivalikko. 
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Suunnittelu 
Tallennusjärjestelmän suunnittelu aloitettiin kokoamalla lista tallennettavista tiedoista. 
Alustava listaus yhden projektin tallennustarpeista oli seuraava: 
– projektiti 
– projektin tyyppi 
– nimiösivu: 
– nimiötiedot 
– vakio määrä nimiönsyöttökenttiä 
– muutosmerkinnät 
– muutosmerkintärivit 
– projektisivu 
– tietoalue 
– vakiomäärä tietokenttiä 
– muistipaikkoja (0-) 
– laitesivu 
– sivun nimi (1 tietokenttä) 
– käytössä oleva sarake-esitys (1 tietokenttä) 
–  muutosmerkit 
– muutosmerkki sivulle 
– muutosmerkit laitteille 
– sivun muistipaikat (0-) 
– laitteet (0-) 
Tallennusjärjestelmälle suunniteltiin 
ensin käyttämään vain yhtä matriisia. 
Kuvassa 12.19 esitetään yhden matrii-
sin ratkaisu. Tämä matriisi olisi pitänyt 
sisällään koko projektin tiedot ja matriisi 
Kuva 12.19. Projektin tallennus yhteen matrii-
siin. 
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olisi sitten tallennettu tiedostoluku- ja -tallennusjärjestelmällä omaan tiedostoon. Kanta-
vana ajatuksena oli, että yhden matriisin tallennus ja käsittely olisi yksinkertaista toteut-
taa. Nopeasti kävi kuitenkin selväksi, että tällaisen matriisin luomiseen ja lukemiseen 
tarvittiin aika pitkä ja monimutkainen ohjelmarakenne. Tämä oli huono asia, koska pit-
kät ohjelmarakenteet olivat virhealttiitta, vaikeita testata sekä tietysti niiden tekeminen 
oli hidasta. Lisäksi oli huomioitava, että tallennusjärjestelmän oli oltava helposti muo-
kattavissa. Ohjelmaan tultaisiin lisäämään uusia ominaisuuksia ja siten uusia tallennus-
tarpeita.  
Vanha suunnitelma jouduttiin hylkäämään ja aloittamaan lähes puhtaalta pöydältä. Ka-
sassa oli sentään tiedot tallennettavista tiedoista. Seuraavaan tallennusjärjestelmään 
haluttiin käyttää mahdollisimman paljon jo olemassa olevia metodeja. Tällaisia olivat 
esimerkiksi laskentajärjestelmän undo-toimintoihin kuuluvat laitesivun laitteet varasto-
matriisiksi ja muistipaikat varastomatriisiksi muuttavat metodit sekä niiden vastameto-
dit. Uusi järjestelmä perustui joukkoon matriiseja, jotka pitivät sisällään pienen määrän 
tietoa ohjelman tilasta. Jotta kaikki ohjelman tiedot saatiin tallennettua, oli kartoitettava 
olemassa olevat metodit ja tarvittavat metodit. Tallennusjärjestelmän tuli vain saada 
kaikesta tiedosta matriisi ja tallentaa kaikki matriisit, jollain merkintäjärjestelmällä pe-
räkkäin yhteen tiedostoon. Tiedostoon tallennettiin lisäksi ohjelman käyttämät tietova-
rastot ja skriptit. Tällä vältyttiin ongelmilta, jotka syntyisivät esimerkiksi tietovarastojen 
muutoksien myötä. 
Avausjärjestelmällä oli tieto siitä, missä järjestyksessä tiedot oli tallennettu. Sen tiedon 
avulla se pystyi avaamaan ohjelman tallennusta edeltäneeseen tilaa. Projektin avaus 
perustui uuden projektin luontiin. Uuteen projektiin lisättiin sivut, arvot ja tiedot, kuten 
tallennustiedoston matriisit kertovat niiden olevan. 
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Toteutus  
Listan, joka esitti tallennettavat tiedot, avulla voitiin koota luetelma tallennukseen tarvit-
tavista metodeista: 
x projektitiedot varastomatriisiksi -metodi   
x nimiösivun tiedot varastomatriisiksi -metodi 
x projektisivun muistipaikat varastomatriisiksi -metodi      
x laitesivun laitteet varastomatriisiksi -metodi 
x laitesivun muistipaikat varastomatriisiksi -metodi 
x laitesivun muut tiedot varastomatriisiksi -metodi. 
Esitetyt metodit tarvitsivat myös vastametodinsa. Osa metodeista oli jo toteutettu, sillä 
niitä oli tarvittu ohjelman muihin toimintoihin. 
Kun metodit oli saatu luotua, oli toteutettava niistä saatavien varastomatriisien järjes-
telmällinen tallennus. Matriisit oli tallennettava tiedostoon siten, että projektin avausjär-
jestelmä pystyi tunnistamaan, mitä luettava matriisi piti sisällään. Tätä varten luotiin 
tallennuksen tunnisterivit. Tun-
nisterivit olivat enumeraation 
avulla määrättyjä merkkijonoja. 
Tunnisterivit tallennettiin tiedos-
toon aina ennen matriiseja, 
kuten kuvassa 12.20 on nähtä-
vissä. Kun matriisi tallennettiin, 
sen nimi vaihdettiin juoksevaan 
numeroon, joka kuvassa 12.20 
on esitetty kirjaimella x. Tallen-
netun matriisin alkuperäinen 
nimi ja sitä vastaava juokseva 
numero lisättiin tunnisteriviin. Näin tunnisteriveillä pystyttiin kertomaan projektin avaus-
järjestelmälle niitä seuranneiden matriisien sisältämät tiedot, mutta myös välttämään 
samannimisten matriisien mahdollisesti aiheuttamat lukuongelmat. Matriisit tallennettiin 
tekstitiedostoon seuraavassa järjestyksessä: 
Kuva 12.20. Tallennuksen ajaksi matriisien nimi vaihde-
taan juoksevaan numerointiin. 
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– projektitiedot (sis. mm. Projektityypin ja nimen) 1 kpl     
– tietovarastot    n kpl 
– skriptit    n kpl 
– sivut      
– nimiösivu    1 kpl 
– projektisivu    1 kpl 
– laitesivun muistipaikat   n kpl 
– laitesivun laitekuvaukset   n kpl 
 
Projektin avaus alkoi tiedoston valinnalla. Tähän käytettiin Qt:n tarjoamaa tiedostonva-
lintadialogia. Tiedostonimen ja sijainnin saatuaan ohjelma avasi tiedoston ja aloitti uu-
den projektin luonnin, joka eteni kuvan 12.21 esittämän järjestyksen mukaisesti.  
 
Kuvassa 12.21 esitettyyn TEMP-kansioon rakennettiin tietovarstojen kansiorakenne. 
Sinne tallennettiin ne tietovarastot, jotka olivat käytössä projektia tallennettaessa. Uusi 
projekti luotiin siten, että sen luontimekanismi asetettiin hakemaan tietovarastot TEMP-
kansiosta oletuskansion sijaan. Kun projekti oli luotu, niin laitesivut luotiin muistipaik-
Kuva 12.21. Tiedoston avauksen suoritus. 
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koineen. Tämä oli helppoa, kun käytettiin laskennan undo-järjestelmää. Se vastasi si-
vun palauttamisesta varastojen osoittamaan tilaan.  
Toiminnot ja lopputulos 
Projektin tallennus- ja avausjärjestelmän tuli 
olla mahdollisimman yksinkertainen ja luotetta-
va käyttää. Sellainen siitä tuli. Järjestelmässä 
oli kolme toimintoa: Tallenna, Tallenna nimellä 
sekä avaa. Toiminnot oli valittavissa ohjelman 
päävalikosta, mikä on esitetty kuvassa 12.22. 
Lisäksi ohjelmaan tehtiin pikanäppäinlinkitykset 
ctrl + shift + s tuli tallenna nimellä -toiminnolle 
ja ctrl + s tuli tallenna-toiminnolle.  
12.9 Laskennan apujärjestelmät 
Tavoite 
Laskentajärjestelmä oli varamaan ohjelman monimutkaisin yksittäinen järjestelmä. Jot-
ta ohjelmointi oli mielekästä, niin laaja järjestelmä oli pilkottava pienempiin järjestelmiin. 
Tämä myös noudatti projektin tavoitteita, joihin kuuluivat varmatoimisuus, selkeys ja 
muokattavuus. Keskeisiksi apujärjestelmiksi voitiin luetella arvojen rakenne, arvojen 
haku ja muistipaikat.  
 Suunnittelu 
Koko laskentaprosessisuunnittelun 
alussa oli tutustuttava ensimmäiseksi 
laskettaviin arvoihin. Oli saatava käsitys 
mitä laskettaisiin, mistä ne saataisiin ja 
miten niitä käsiteltäisiin. Lisäksi haluttiin 
verrata miten nykyinen järjestelmä ero-
aisi aiemmasta laskentatavasta. Kuten 
kuvasta 12.23 nähdään, oli laskennan 
Kuva 12.23. Arvoon liittyvät tekijät. 
Kuva 12.22. Projektin tallennukseen 
ja avukseen liittyvät toiminnot olivat 
käytettävissä yhdestä paikasta. 
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käsittelemällä arvolla kolme huomioon-
otettavaa tekijää – sijainti, ominaisuus 
ja yksikkö. Yksikkö on sidottu tietova-
rastossa ominaisuuteen. Laitteella saat-
toi olla vain yksi ominaisuuden ilmen-
tymä. Tekijöistä keskeisin oli sijainti.  
Kuvassa 12.24 esitetään suunnitellun 
ohjelman ja taulukkolaskentajärjestel-
män välisiä eroja. Taulukkolaskennassa 
arvot sijaitsivat aina vakio paikoissa, joten 
arvon sai helposti viittaamalla sen sijaintiin. Laiteluettelo-ohjelmassa arvojen sijainti oli 
kuitenkin riippuvainen laitteista ja niiden järjestyksestä. Toisin sanottuna arvo jouduttiin 
aina etsimään. Etsimistä hankaloitti se, että useilla laitteilla saattoi olla sama ominai-
suus. Tätä varten oli luotava arvojen haku- ja tallennusjärjestelmä. Hakujärjestelmälle 
oli annettava tiedot, jotka yksiselitteisesti määrittivät yhden laitteen. Sopiviksi yksilöinti-
tiedoiksi valittiin seuraavat ominaisuudet: 
x ominaisuuden nimi, jonka arvoa haetaan (aina annettava) 
x laitteen tunnuksen kirjainosa. 
x laitteen laitetunnuksen numero-osa. 
x laitteen laitenimi. 
Yllä esitettyjä hakukriteereitä voitiin käyttää yksittäin tai yhdessä.  Ohjelma poimi en-
simmäisen löytämänsä arvon, joka vastasi annettuja yksilöintitietoja. 
Laitteiden arvojen lisäksi laskennassa käytettiin käyttäjän syöttämiä arvoja ja vakioita, 
joita ei esitetty MCSD:llä tehdyissä kaavioissa. Näitä arvoja varten tarvittiin syöttökentät 
sekä tallennuspaikka. Tätä varten luotiin muistipaikat. Muistipaikat olivat laskentarivin 
esitettävinä ja sijaitsivat sivun laskentaoliossa. Muistipaikkoihin voitiin myös määrittää 
lukitustieto ja tulostuslupa, joka näkyy valintaruutuina muistipaikkojen vieressä kuvassa 
12.25. Muistipaikat eivät tulostuneet, jos tulostuslaatikkoa ei ollut valittu. Kuva 12.25 
Kuva 12.24. Ohjelman ja taulukkolaskennan vä-
liset erot arvojen sijainneissa.  
Kuva 12.25. Muistipaikkoja sivun laskentarivissä. 
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esittää useita muistipaikkaesityksiä laskentarivillä.  
Toteutus  
Arvonhaku- ja arvontallennusjärjestelmä, lyhyesti ilmaistuna paramIO, sijaitsi Script 
Engine -oliossa. Script Engine vastasi koko ohjelman laskennasta. ParamIO oli moni-
mutkainen järjestelmä, joka otti vastaan osoitteen, eli hakukriteerit, skriptiesitysmuo-
dossa. Osoitteen lisäksi hakijalle oli kerrottava haluttiinko tallentaa vai lukea. 
Kuvassa 12.26 havainnollistetaan 
paramIO:n toimintaa ja näkyvyys-
aluetta. ParamIO haki aina en-
simmäistä arvoa, joka vastasi 
osoitetta. Kuten kuvasta 12.26 on 
havaittavissa, paramIO pystyi 
vastaanottamaan hakuosoitteen 
sekä muistipaikkaan että ominai-
suuden arvoon. Hakuosoitteen 
ensimmäinen merkki kertoi oliko 
kyseessä ominaisuus- vai muisti-
paikkahaku. Osoiteparametrien 
erottamiseen käytettiin yhtäläi-
syysmerkkiä. Osa osoitteen pa-
rametreista sai olla tyhjinä, jolloin niitä ei vain huomioitu haussa. Seuraavaksi ha-
kuosoitteen skriptikielinen  rakenne ja esimerkkejä niiden käytöstä: 
 
 
 
 
 
 
 
 
Kuva 12.26. Arvohakijan toiminnan rakenne. 
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– Hakuosoitteiden rakennemäärittely 
– Ominaisuuden hakuosoitteen rakenne: 
– 0= Ominaisuus = kirjain = numero = laite 
– Muistipaikan hakuosoitteen rakenne: 
– 3= Muistipaikan nimi = haettava sivu 
– Esimerkkejä 
– 3 = A50 =    
– Vastaa: hae suoritettavalta laskentasivulta muistipaikkaa nimeltä A50 
– 3 = A50 = TK01 
– Vastaa: hae sivulta ”TK01” muistipaikkaa nimeltä A50 
– 0=Teho = = =    
– Vastaa: hae arvo ensimmäiseltä laitteelta, jolla ominaisuus ”Teho”. 
– 0=Teho = LTO = =  
– Vastaa: hae arvo ensimmäiseltä laitteelta, jolla ominaisuus ”Teho” sekä 
ominaisuudella ”TunnusKirjain” arvo ”LTO”. 
– 0=Teho = LTO = 01 =  
– Vastaa: hae arvo ensimmäiseltä laitteelta, jolla ominaisuus ”Teho”, omi-
naisuudella ”TunnusKirjain” arvo ”LTO” sekä ominaisuudella ”Tunnus-
Numero” arvo ”01”. 
– 0=Teho = LTO = 01 = LTO-pyörivä 
– Vastaa: hae arvo ensimmäiseltä laitteelta, jolla ominaisuus ”Teho”, omi-
naisuudella ”TunnusKirjain” arvo ”LTO” , ominaisuudella ”TunnusNume-
ro” arvo ”01” sekä ominaisuudella ”Laite” arvo ”LTO-Pyörivä”. 
Toiminnot ja lopputulos  
Arvonhakujärjestelmän toteutus toi mukanaan useita haasteita, mutta lopulta se saatiin 
toimimaan riittävän luotettavasti. Lisäksi koko järjestelmä onnistuttiin pakkaamaan kah-
den metodin taakse, jolloin sen käyttäminen ilman sisäinen rakenteen tuntemusta on-
nistui oikein hyvin. Muistipaikat onnistuivat myös oikein hyvin tarjoten luotettavan tavan 
tallentaa, muokata ja esittää laskennassa käytettäviä arvoja. Muistipaikoille luotu tulos-
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tuslupaa määräävän valintalaatikon lisääminen osoittautui tärkeäksi, sillä se antoi käyt-
täjille yksinkertaisen keinon vaikuttaa projektitulosteen sisältöön. 
12.10  Script Engine 
Tavoite 
Projektin vaatimuksena oli, että laskennan tuli olla muutettavissa ilman lähdekoodin 
muuttamista tai ohjelmointiosaamista. Laskenta oli kuitenkin suoritettava lähdekoodin 
määräämissä funktioissa. Jotta tämä olisi ollut mahdollista, ja silti pystyä tekemän mo-
nivaiheisia ja/tai monimutkaisia laskentoja, tarvittiin skriptikieli ja sitä käsittelemään ja 
suorittamaan script engine -järjestelmä. 
Suunnittelu 
Script engine tulkitsi skriptiä ajonaikaisesti ja suoritti lähdekoodiin kirjoitettuja komento-
ja skriptin määräämässä järjestyksessä ja skriptin määräämillä arvoilla. Script engine ja 
skriptikieli olivat alusta alkaen rakennettu vain tätä ohjelmaa varten. Käydään seuraa-
vaksi läpi skriptikielen rakennetta. Skriptikieli suunniteltiin sellaiseksi, että yksi skriptin 
rivi vastaisi yhtä laskennallista suorituskäskyä. Rivi määräsi minkälainen laskusuoritus 
tuli tehdä ja mille arvoille. Skriptirivit sijaitsisivat moduuleissa, joka mahdollisti skriptin 
ajamisen eri järjestyksissä. Moduulit skriptiriveineen taas sijaitsivat matriisissa, jota 
voitiin muokata tekstitiedostossa. Tätä järjestelmää yritetään havainnolistaa kuvassa 
12.27. Kuvasta voi myös nähdä itse skriptikieltä sekä moduulin määrittävän käskyn.  
 
 
 
 
 
Kuva 12.27. Skriptikielen kirjoitetun rakenteen havainnollistaminen. 
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Käskyrivit suorittavat ensimmäisen merkkinsä mukaisen suorituksen eli kuvan 12.27 
rivit suorittivat vähennys-, kerto- ja jakolaskut. Script Engine piti sisällään kaikki suori-
tusohjeet ja tunnisti skriptirivissä annetun suorituskäskyn.  
Script Enginen ajamat suoritukset olivat toiselta nimeltään funktioita. Ne oli määritetty 
lähdekoodissa. Funktioiden tuli olla varmatoimisia, joten niiden luominen ja testaami-
nen olivat aikaa vievää puuhaa. Siksi ohjelmaan toteutettiin vain ne funktiot, jotka pro-
jektissa käytettävä laskenta edellytti. Tällaisia funktioita olivat esimerkiksi perusfunktiot 
summa, erotus, kerto ja jako. Lisäksi tarvittiin erikoisempia funktioita, jotka suorittivat 
loogisia operaatioita kuten yhtäsuuruuden, olemassaolon ja samankaltaisuuden tarkis-
telua. Boolean-funktiot, eli loogisen arvon mukaan vaihtavat funktiot [20], vaativat myös 
oman järjestelmänsä. Boolean-järjestelmä päätettiin tehdä kahdella tavalla. Boolean-
funktio voisi ilmaista lopputuloksensa totuusarvona tai vaihtoehtoisesti hyppäyksenä 
uuteen skriptimoduuliin. Kuvassa 12.28 havainnollistetaan tätä hyppytoimintoa. Kuvan  
 
 
 
 
 
 
laatikot esittävät suorituskäskyiltään identtisiä skriptejä. Skriptit ovat kuitenkin saaneet 
kuvassa eri arvot. Kuvasta 12.28 on hahmotettavissa, miten samalla skriptillä sattoi olla 
hyvin erilaisia ajoreittejä. Ajoreitti siis riippui boolean-funktioiden tuloksista, jotka taas 
riippuivat skriptin käyttämistä arvoista. Kuvasta 12.28 voi nähdä, että jos boolean-
funktio palautti tosi-totuusarvon, niin suoritettiin hyppäys annettuun moduuliin. Jos boo-
lean-funktion totuusarvo taas oli epätosi, niin suoritusta jatkettiin seuraavalta riviltä. 
Kuva 12.28. Boolean-funktioiden ansiosta samalla skriptillä saattoi olla useita eri ajoreitte-
jä riippuen boolean-funktioiden saamista arvoista. 
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Toteutus  
Script enginen toteutus oli kokemattomalle ohjelmoitsijalle haastavaa. Se oli laaja jär-
jestelmä, jonka tuli käsitellä suuret määrät monimuotoista tietoa luotettavasti. Lisäksi se 
käsitteli ihmisen tekemää skriptiä, jossa oli helposti syntaksi- eli konekielioppivirheitä. 
Kaikenlaisiin virheisiin oli kyettävä varautumaan. Lisäksi virhe, kuten väärä tai puuttuva 
hakuosoite, oli pystyttävä tuomaan esille konsoliin. Konsolissa esittävän tiedon piti olla 
informatiivista ja yksiselitteisesti osoittaa suunnittelijalle virheellinen kohta, jotta se voiy-
iin korjata.  
Script enginen toiminta perustui siihen, että sille annetaan laskentaskripti. Tämän jäl-
keen siltä kutsuttiin ajo-metodia. Tällöin script engine aloitti monivaiheisen suoritussar-
jan, jonka rakennekaavio on esitetty kokonaisuudessaan kuvassa 12.29. Script engi-
nen suorituksesta voi hahmottaa viisi osa-vaihetta: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Kuva 12.29. Script enginen koko toiminnan rakennekaavio. 
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x aloitustoimenpiteet 
 
x skriptin purku ja funktiovalinta 
x funktiosuoritus  
x virheenkäsittelijä 
x lopetustoimenpiteet. 
Aloitustoimenpiteisiin kuului muun muassa tarvittavien muuttujien alustus, ajettavan 
skriptin haku, yksinkertainen syntaksitarkistus ja undo-pisteen luonti. Yksinkertaisessa 
syntaksitarkistuksessa listattiin skriptin moduulit sekä varmistettiin aloitus- ja lopetus-
moduulien olemassaolo. Tämän jälkeen luotiin Undo-piste sivulle, jonka laskentaa ajet-
tiin. Käytännössä tämä tarkoitti varastomatriisien luontia sivun muistipaikoista ja laite-
kuvauksista. Aloitustoimien jälkeen siirryttiin varsinaiseen ajosilmukkaan. Kuten kuvas-
ta 12.29 havaitaan, niin ajosilmukkaa ajettiin loputtomasti, kunnes sen suoritus katkais-
tiin silmukan aikana. Silmukka katkaistiin kolmessa tilanteessa: skriptin suorituksessa 
oli ilmaantunut virhe, skripti oli suoritettu onnistuneesti tai silmukan ajoaika oli ylitetty. 
Ajosilmukka tarkisti virheen olemassaoloa tutkimalla virheviestimuuttujan sisältöä. Jos 
se oli tyhjä, virhettä ei ollut tapahtunut. Onnistumisen taas saattoi asettaa vain moduu-
lihypyn asettava funktio. Jos siirryttävä moduuli oli lopetusmoduuli, niin silloin asetettiin 
valmis-lippuun arvoksi tosi. Silmukalle oli myös määrätty ajoaika, jossa sen tuli suoriu-
tua skriptin ajosta. Skriptikielessä oli mahdollista tehdä boolean-funktioiden avulla sil-
mukoita. Eli oli mahdollista, että joku tekee tahattomasti skriptin päättymättömällä sil-
mukalla. Tällaisen skriptin ajo jumittaisi ohjelman. Tätä varten laskennalle tehtiin aika-
rajatarkastelu. 
Ennen kuin syvennytään ajosilmukan muihin toimintoihin, niin tutkitaan skriptikieltä. 
Kelvollinen skriptirivi oli aina yksi käsky tai selitetekstirivi. Seliterivi merkittiin kahdella 
kenoviivalla ”//”. Käsky rakentui aina parametreista, jotka erotettiin ”‡”-merkillä. Ensim-
mäinen parametri oli aina suorituskäsky. Esimerkkinä skriptirivi ”mem ‡ 0.001 ‡  ‡ 
0.001 ‡  ‡  ‡ // vakiomuuttuja”. Tämän skriptirivin suorituskäskynä oli ”mem”. Se vastasi 
muistipaikan luontifunktiota. Tämän suorituskäskyn avulla script engine osasi kutsua 
muistipaikan luovaa funktiota, ja välitti sille skriptirivin parametrit. 
Ajosilmukka luki aina skriptirivin kerrallaan. Tyhjät rivit ja selitetekstirivit ohitettiin. Jos 
rivi ei ollut tyhjä, niin siirtyi silmukan suoritus esikäsittelijään. Esikäsittelijä jakoi rivin 
erotusmerkkien mukaisesti listaan. Esikäsittelijän jälkeen silmukan suoritus siirtyi valit-
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sijaan. Valitsija vertasi esikäsitellyssä luodun listan ensimmäisen rivin arvoa, joka oli 
suorituskäsky, if-lauseilla tunnettuihin käskyihin. Kun käsky tunnistettiin, niin ohjelman 
suoritus siirtyi käskyä vastaavaan laskentafunktioon. Laskentafunktiot tehtiin aina sa-
man standardin mukaisesti: 
x Laskentafunktio suorittaa itsenäisesti saamiensa arvojen perusteella ar-
vohaut. 
x Laskentafunktiokutsu palauttaa aina tyhjän tuloksen. 
x Laskentafunktio vastaa tarkistuksesta, jossa tutkitaan onko parametreja 
oikea määrä. 
x Laskentafunktio vastaa arvojen tyyppimuunnoksista. 
x Laskentafunktio asettaa virheviestin, jos sen suorituksen aikana havai-
taan virhe. 
Laskentafunktio vastasi itsenäisesti toiminnastaan sekä siitä miten käsitteli sille annet-
tuja parametreja. Esimerkiksi jotkin laskusuorituksia suorittavat funktiot pystyivät otta-
maan rajoittamattoman määrän parametreja. Parametreista viimeinen oli tallennuspa-
lametri, johon laskennan tulos tallennettiin. Tässä on esimerkiksi summa-
laskentafunktion yleinen skriptimuoto: ”+‡  par1  ‡ par2 ‡ parn ‡ sij”. ”par” ja ”sij”-
parametrit olivat arvojen osoitteita. Ohjelma summasi ”par”-osoitteista saatavat arvot ja 
tallensi tuloksen ”sij”-määräämään osoitteeseen.  
Virheenkäsittelijän tehtävä oli esittää mahdollisimman paljon tietoa mahdollisimman 
selkeästi. Virheenkäsittelijään siirryttiin, kun ajosilmukka huomasi, että jostain oli kirjoi-
tettu virheviestimuuttujaan tekstiä. Tällöin silmukka päätti suorituksensa ja siirtyi vir-
heenkäsittelijään. Virheenkäsittelijä tulosti tiedot virheistä sekä virheviestimuuttujan 
sisällön.  
Ajosuorituksen päättyminen joko onnistumiseen tai virheeseen johti lopulta aina lope-
tustoimien suorittamiseen. Lopetustoimiin kuului väliaikaisten muuttujien tyhjennys ja 
poisto. Lopetustoimet myös vastasivat tiettyjen suoritustietojen, kuten ajoajan, tulostuk-
sesta. 
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Toiminnot ja lopputulos  
Script engine pysyi koko projektin ajan työn ja testauksen alla, kun uusia toimintoja 
tarvittiin. Aina kun projektiin lisättiin uusi laskentafunktio, niin sen toiminta testattiin 
mahdollisimman laajasti. Projektin päättyessä script enginen laskentafunktiokirjasto 
käsitti noin parikymmentä funktiota. 
12.11 Laskenta kokonaisuutena 
Tavoite 
Laskentajärjestelmä oli suhteellisen laaja ja monimutkainen järjestelmä, mutta sellaise-
na se ei saanut näyttäytyä ohjelman käyttäjälle. Laskentajärjestelmä oli paketoitava 
yksinkertaiseen, helppokäyttöiseen ja informatiiviseen muotoon. Laskentajärjestelmän 
oli osattava esittää informatiivisesti mitä laskusuorituksia käytettävissä olevat skriptit 
tekisivät. 
Suunnittelu 
Laskenta suunniteltiin sivukohtaiseksi. Jokainen sivu sisälsi laskentaolion eli script en-
ginen. Jokaisen sivun laskenta oli sivukohtaista eivätkä sivut olleet tietoisia toisten sivu-
jen laskennoista muuten kuin viittaamalla toisten sivujen muistipaikkoihin. Laskenta-
skriptien teko ja ajo olivat virhealtista puuhaa. Virhe saattoi syntyä virheellisestä skrip-
tistä tai siitä, että käyttäjä oli unohtanut antaa jonkin arvon, jota laskenta käytti. Mahdol-
lista oli myös, että käyttäjä oli vahingossa laittanut numerokenttään kirjaimen tai unoh-
tanut nimetä laitteen, jota skriptissä haetaan. Virheiden tapahtuminen oli siis oletus 
eikä se saisi haitata ohjelman käyttöä esimerkiksi kaatamalla ohjelmaa tai sotkemalla 
sivun tietoja. Tätä varten laskentaan rakennettiin automaattinen undo-järjestelmä, joka 
varmisti automaattisesti, että sivu palasi laskennan aloitusta edeltäneeseen tilaan.  
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Laskentarivi oli koko laskentajärjestelmän käyttäjälle näkyvin komponentti. Sitä kautta 
ajoa hallinnoitiin ja tulokset esitettiin. Kuten kuvasta 12.30 näkyy, niin laskentarivi oli 
aina laitesivun ylimpänä rivinä. Laskentarivi oli myös muistipaikat esittävä komponentti. 
Koska muistipaikkojen luonti ja 
poisto tapahtui skriptin mää-
räämänä, niin ei muistipaikko-
ja voitu pitää esillä laskennan 
ajon aikana. Tätä varten las-
kennan käynnistyessä lasken-
tarivi poisti muistipaikkaesityk-
sen ja loi sen uudelleen las-
kennan päätyttyä. Tämä jär-
jestys on nähtävissä kuvassa 
12.31. Laskentarivi esitti vetopalkissaan käytössä olevat skriptivaihtoehdot sekä infoik-
kunassa, joka on esitetty kuvan 12.30 vasemmassa yläreunassa, kuvauksen skriptistä. 
Tämä kuvaus kertoi, mitä ajettava skripti edellyttää sekä mitä se tuli tekemään ajetta-
essa. 
Toteutus  
Kuten kuvasta 12.31 on havaittavissa, niin laskentajärjestelmän käyttöönotto perustui 
skriptien tuontiin. Tulkitsija haki skriptit tiedostoistaan ja tallensi projektin tietovarastoi-
Kuva 12.30. Ohjelman manuaalinen laitesivu ja sen las-
kentarivi. 
Kuva 12.31. Laskentajärjestelmän kokonaisrakenne. 
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hin. Ajopainikkeen valinta käynnisti valitun laskentaskriptin suorituksen. Ennen kuin 
skripti annettiin script enginelle ajettavaksi tuli muistipaikkaesitys poistaa laskentarivis-
tä. Tällöin muistipaikat olivat turvallisesti script enginen muokattavissa. Script engine 
palautti ainoastaan tiedon laskennan onnistumisesta. Kuten kuvasta 12.31 on havaitta-
vissa, niin loppusoritus oli lähes identtinen molemmissa laskennan päättymistilanteissa. 
Muistipaikkaesitys luodaan uudesta ja laskenta palaa valmiustilaan. Undo-järjestelmän 
toteutus oli muistiperusteinen. Tämä tarkoitti sitä, että undo suoritettiin väliaikaisesti 
kopioimalla muuttuvan alueen tila. Laskennan tapauksessa tämä tarkoitti laitesivun 
laitteita, sisältäen laitteiden arvot, sekä laitesivun muistipaikkoja. Undo-pisteen luonnis-
sa molemmista edellä mainituista tehtiin varastomatriisit, jotka vastasivat kopiota sivus-
ta ennen laskennan alkua. 
Toiminnot ja lopputulos  
Laskennasta tuli miellyttävän yksinkertainen. Kuten kuvasta 12.30 voi havaita, niin 
käyttäjän tarvitsi vain valita ajettava skripti ja painaa ajo painike. Jos ajo kaatui virhee-
seen, niin käyttäjä saa 
ymmärrettävän virhe-
viestin. Kuvassa 12.32 
esitetään erään lasken-
nan virheviesti. Kuvasta 
näkee, että laskenta 
kaatui puuttuvaan muis-
tipaikkaan. Automaatti-
sen undo-toiminnon 
ansiosta virheet eivät aiheuttaneet haittaa ohjelman käyttöön. 
12.12 Tulostusjärjestelmä  
Tavoite 
Tulostusjärjestelmän tehtävä oli tuottaa tulostettava graafinen tuloste, joka toimitetaan 
laiteluettelon käyttäjille. Järjestelmän tuli tuottaa aina selkeä ja yhdenmukainen esitys. 
Tulostustoiminnon piti myös olla nopea ja helppokäyttöinen. Esimerkiksi projektista oli 
hyvä saada tulostuksen esikatseluversio nopeasti. 
Kuva 12.32. Virheeseen kaatuneen laskennan antama virhe-
viesti. 
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Suunnittelu 
Tulostusjärjestelmän suunnittelu 
alkoi listaamalla kaikki tulostettavat 
asiat sekä pohtimalla niiden sijaintia, 
joka esitetään kuvassa 12.33. Tästä 
saatiin seuraava lista: 
– projektin nimiösivun tausta ja 
sisältö 
– laskentarivien tulostettavaksi 
asetetut laskenta-arvot. 
– projektisivun vapaateksti (jos annettu) 
– sivun rivilista, jonka jäsenet perivät rivi-kantaluokan 
– hallintarivi 
– sarakehallinta 
– laiterivi 
– nimiörivi 
Kuten kuvasta 13.33 näkyy, niin tulostet-
tava materiaali oli lähinnä tekstimuotoista 
tietoa. Ainoastaan nimiöpohja oli kuvatie-
dostona. Tämä siksi, että tulosteissa ha-
luttiin pitää yhtenäinen ilme yrityksen 
muiden tulosteiden kanssa. Tehokkain 
keino oli ottaa käyttöön kuva kansisivus-
ta, joka on esitetty kuvassa 12.34.  
Jotta paperille saataisiin tulostumaan mitään, oli ymmärrettävä miten Qt:n tulostusjär-
jestelmä toimi. Qt:ssä oli valmiit dialogit tulostimien ja tulostusasetusten valinnalle. 
Nämä tulostusdialogit ottivat vastaan QPrinter-olion. QPrinter-luokka kuului Qt:n paint 
device -luokkiin. Paint device -luokkien oliot vastasivat piirtoaluetta, johon pystyi piirtä-
mään kuvioita Qt:n QPainter-luokan oliolla. Näiden luokkien linkittyminen on havaitta-
vissa kuvassa 12.36. Kuva esittää samalla myös koko tulostusprosessia. Piirtoalue 
määritettiin tavallisena 2D-tasona, jonka pisteinä toimivat piekselit. Tähän tasoon voitiin 
Kuva 12.34. Projektin kansisivu, jossa ni-
miöpohja näkyy vasemmassa reunassa. 
Kuva 12.33. Projektin tulostettavien tietojen sijainti 
ja tyyppi. 
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Qt:n grafiikkaluokilla piirtää muun muassa erilaisia geometrisia muotoja, tekstiä ja ku-
via.  
Kun oli selvitetty miten tulostetaan, niin oli selvitettävä mihin kohtaan tulostetaan. Idea 
oli, että järjestelmä käy projektia sivu kerrallaan läpi. Joka sivun kohdalla luotiin QPrin-
ter-olioon uusi sivu ja tulostettiin sen sisältö. Sivun sisältö muodostui, kuten kuvasta 
12.33 nähdään, lähes yksinomaan tekstilaatikoista. Näiden laatikoiden sijoittamien 
edellytti koordinaatiojärjestelmää. Kuten kuvasta 13.35 on havaittavissa, sivulla oli si-
vun mitat, X ja Y, sekä reunukset Xa ja  Yb. Sivun tulostettava ala saatiin määritettyä 
laskennallisesti, kun reunusten mitat Xa ja Yb tunnettiin. Tulosteen komponentti sijoitet-
tiin aina seuraavaan vapaaseen paikkaan. Sijoituksen jälkeen vapaan paikan koordi-
naatteja kasvatettiin sijoitettavan mittojen verran. Tämä prosessi on hyvin nähtävissä 
12.35, missä arvot vapaaX ja vapaaY määräävät seuraavan vapaan paikan koordinaa-
tin. Kun sivun yksi rivi täyttyi, niin järjestelmä kasvatti vapaaY-arvoa yhden rivikor-
keuden verran. Rivikorkeus määritettiin automaattisesti tulostuksen aikanai laitesivun 
solujen rivikorkeudesta. 
 Toteutus  
Qt:ssä tulostaminen näytti 
aluksi aika monimutkaisel-
ta, koska se perustui Qt:n 
laajaan grafiikkajärjestel-
Kuva 12.36. Kaavio tulostuksen kokonaisprojektin sisäisestä 
toiminnasta 
Kuva 12.35. Tulostuksen koordinaatiojärjestelmä. 
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mään. Tärkeintä oli kuitenkin tuntea QPrinter- ja QPainter-luokkien toiminta ja miten ne 
vaikuttavat toisiinsa. Kuvassa 12.36 nähdään, että tulostusprosessi alkoi sillä, että 
käyttäjä pyysi tulostusta. Tämä aktivoi QPrintPreview-luokan suoritusmetodin. Tämä 
metodi kutsui tulosterakentajaa. Tulosterakentajalla oli QPainter-olio, jolla taas oli 
QPrinter-olio, johon se tuotti tulostusnäkymän. Tulosterakentajan tehtävä oli kirjaimelli-
sesti piirtää tuloste. Kun tulosteen jokainen sivu oli tuotettu, niin suoritus siirtyi takaisin 
QPrintPreview-olioon, joka näytti tulosteen esikatseluikkunassa käyttäjälle. Käyttäjä 
saattoi joko hyväksyä (true) tai hylätä (false) tulosteen. Hylkäyksessä ohjelma lopetti 
tulostussuorituksensa. Hyväksyttäessä ohjelma ajoi tulosterakentajan uudelleen, mutta 
nyt QPrintPreview lähetti sen tulostimelle. Tulosterakentaja rakennettiin sellaiseksi, että 
sen pystyi ajamaan itsenäisesti. Se huolehti itse tarvittavista muuttuja-alustuksista sekä 
niiden poistoista. 
Toiminnot ja lopputulos  
Tulostusjärjestelmän toteutus oli lopulta suhteellisen haastava. Tulosteen tuottamises-
sa tarvittiin useita yksinkertaisilta kuulostavia operaatioita, kuten rivinkasvatus, uuden 
sivun luonti, tulostusasetusten huomioonottaminen ja automaattinen paperikoonvalinta. 
Näiden operaatioiden käytännön toteutus oli kuitenkin yllättävän hankala. Lopputulok-
sena saatiin kuitenkin helppokäyttöinen, esikatselukuvat tarjoava sekä muokattava, 
tulostusjärjestelmä. Lisäksi kaikki tulosteen ulkoasuun, kuten väreihin, viivapaksuuksiin 
ja reunusten kokoon, vaikuttavat tekijät olivat kasattu yhteen paikkaan helppoa muok-
kauta varten.  
13 Laiteluettelossa käytettävä laskenta 
Laiteluettelon esittämiin laitteisiin liittyi paljon laskentaa. Suurin osa tässä laskennasta 
liittyi tuloilmakoneiden sisäisien laitteiden ja niitä palvelevien verkostojen mitoitukseen. 
Tutustutaan ensin tyypillisen toimitilakohteen tuloilmakoneen yksinkertaistettuun ha-
vainnekuvaan, joka on esitetty kuvassa 13.1. Kuvasta on hahmotettavissa kahdesta 
puhaltimesta, lämmön talteenotosta sekä lämmitys- ja jäähdytyspatterista muodostuva 
tuloilmakone. Tuloilmakoneeseen kuului tietysti lisäksi joukko muita komponentteja 
kuten suodattimia ja antureita. Ne eivät olleet laskennan kannalta oleellisia. 
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Yhdessä toimitilakohteessa saattoi olla lukuisia tuloilmakoneita. Tämä on esitetty ku-
vassa 13.2.  Tuloilmakoneet olivat itsenäisiä koneita, jotka kuvassa 13.2 on esitetty 
hyvin pelkistetysti. Kuvan 13.2 tarkoitus on korostaa sitä, että tuloilmakoneiden lämmi-
tyspatterit oli yhdistetty yhteiseen pääverkkoon. Sama päti myös tuloilmakoneiden 
jäähdytyspattereihin.  Tyypillisesti lämmityksen pääverkostoon kuului kaukolämpösiirrin 
Kuva 13.2. Usean tuloilmakoneen muodostama IV-järjestelmän pääpiirit 
Kuva 13.1. Toimitilakohteen tuloilmakoneen yksinkertainen havainnekuva. 
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sekä pääpumppu. Jäähdytyksen pääpiiriin kuului vastaavasti pääpumppu, mutta siirti-
men tilalla saattoi usein olla jäähdytysnestesäiliö. Seuraavaksi käydään läpi mitoituk-
seen liittyvää laskenta. Laskentatietojen lähteenä olivat lähinnä toimialajohtaja Torkin 
taulukkolaskentaan tehty laiteluettelo, joka on nähtävissä liitteessä 1 sekä suulliset 
keskustelut 7.1.2014 ja 6.3.2014. On hyvä muistaa, että laskenta riippui aina käytettä-
västä piirikytkennästä. Ei ole yhtä oikeaa tapaa tehdä piirikytkentää. On siis hyvä huo-
mioida, että tässä työssä esitetyt kytkennät olivat vain työn tilanneen yrityksen näke-
mys sopivista kytkennöistä.   
Keskusteluissa käytiin läpi teoria, jonka mukaan mitoituslaskennan kaavat oli rakennet-
tu. Jäljelle jäävä tehtävä oli siirtää kaavat taulukkolaskentamuodosta skriptikieleen ja 
siten laiteluettelo-ohjelmaan. Ennen siirron aloittamista oli paloiteltava laskenta pie-
nempiin osiin. Seuraavassa listauksessa esitettään laskennan kolme vaihetta sekä 
aliosat, joihin vaiheet jaettiin: 
– vaihe 1 – lämmityspiirin kiertovesipumpun dp:n mitoitus 
– osa 1 – patteritehojen ja virtaaman selvitys 
– osa 2 – koneajotietojen syöttö 
– osa 3 – lämmityspatterin todellisen dp:n selvitys 
– osa 4 – a-piirin putkiston dp:n selvitys 
– osa 5 – kiertovesipumpun dp:n selvitys 
– vaihe 2 – tuloilmakoneiden venttiilimitoitukset 
– osa 1 – säätöventtiilin virtaamamitoitus 
– osa 2 – säätöventtiilin dp-mitoitus 
– vaihe 3 – pääverkostojen pumppumitoitukset. 
Vaihejaosta on nähtävissä, missä järjestyksessä laskenta oli suoritettava. Laskenta 
alkoi pienestä määrästä syöttötietoa. Syöttötiedosta saatuja arvoja taas käytettiin jatko-
laskennassa.  
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Vaihe 1, Osa 1: Patteritehojen ja virtaaman selvitys 
Tuloilmakoneen oli kyettävä nostamaan lämmityspatterilla kylmä ulkoilma haluttuun 
tuloilmalämpötilaan. Vastaavasti tuloilmakoneen oli jäähdytyspatterilla kyettävä jääh-
dyttämään lämmin ulkoilma haluttuun tuloilmalämpötilaan. Patterit toteuttivat tämän 
siirtämällä energiaa verkoston ja ulkoilman välillä tietyllä teholla.  Patteritehot oli selvi-
tettävä, jotta tuloilmakoneelle pystyttiin valitsemaan oikeankokoiset patterit ja verkosto 
mitoittamaan oikean tehoisiksi. Patterin tehoon vaikutti virtaavan ilman määrä, kosteus 
ja lämpötila [8]. Laitteet toimivat harvoin äärilämpötiloissa, mutta mitoitukset tehtiin aina 
niiden mukaan. Lämmityspatterin tapauksessa mitoitus tehtiin kylmimmällä ulkoilmalla 
ja jäähdytyspatterin tapauksessa lämpimimmällä ulkoilmalla. Mitoitukseen vaikutti li-
säksi lämmön talteenottolaitteen eli LTO:n hyötysuhde. LTO on laite, joka siirtää ener-
giaa ulkoa otettavan ulkoilman ja ulos puhallettavan jäteilman välillä.  
Kuvassa 13.3 on nähtävissä lämmityspatterin tehomitoitus. Ilman ominaislämpökapasi-
teetti, c, ja tiheys, ȡ, ovat vakioi-
ta. Lämpötilanmuutos tarkoitti 
patterin läpi virtaavan ilman 
lämpötilan muutosta. Patteriin 
saapuvan ulkoilman lämpötilaan 
vaikutti LTO:n suoritusarvot se-
kä kohteen maantieteellinen 
sijainti, jonka mukaan ääriläm-
pötila valittiin. Laskuissa otettiin 
lisäksi huomioon LTO-limitys. LTO-limitys oli kelvineissä mitattu varoarvo. Esimerkiksi, 
jos oletettiin LTO:n nostavan ulkoa tulevan ilman lämpötilan -20 °C:sta +7 °C:een. Täl-
löin viiden asteen limitys tarkoitti, että varaudutaan tilanteeseen, jossa ilman lämpötila 
nousikin viisi astetta vähemmän eli +2 °C:een. Patterin läpi kulkeva ilmavirta, q, saatiin 
LVI-suunnittelun muista laskennoista ja oli puhdas syöttöarvo. Kuvassa 13.3 sinisellä 
taustalla esitetyn kaavan avulla saatiin laskettua lämmityspatterin teho. Jäähdytyspat-
terin teholaskenta oli lähes identtinen lämmityspatterin kanssa. Siinä oli kuitenkin otet-
tava huomioon kosteuden tiivistyminen jäähdytyspatteriin, mikä lisäsi patterin tehontar-
vetta. Laskentakaava, joka on esitettynä kuvassa 
13.4, oli muuten sama, mutta lämpötilaeron sijaan 
Kuva 13.3. Tehon laskemiseen tarvittavia yleisiä 
kaavoja [21, s. 114-115] 
Kuva 13.4. Tehon kaava jäähdy-
tyspatterissa [7]. 
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käyttiin entalpiaeroa. Entalpia-
arvot saatiin taulukosta ja an-
nettiin ohjelmalle syöttöarvo-
na.  
Kun pattereilta tarvittava 
teho oli saatu laskettua, niin 
voitiin selvittää patterin läpi 
kuljettavan vaihdinnesteen virtaama. Kuvassa 13.5 esitetty kaava selvittää virtauksen, 
q, suuruuden, kun teho, P, ja lämpötilaero, ǻT, tunnetaan. Teho saatiin ilmavirtaukses-
ta edellisessä osassa ja ǻT tunnetaan. ǻT oli lämpötilan muutos patterin kiertovesiver-
kostossa. Suuruudeltaan ǻT on yleensä noin 20 °C:sta. 
Vaihe 1, Osa 2: Koneajotietojen syöttö 
Patteri oli mitoitettu, kun siltä tarvittava teho ja tehoa vastaava vaihdinnesteen virtaus 
tunnettiin. Seuraavaksi oli saatava selville fyysisen patterin tuottama todellinen paine-
häviö dp. Patteritoimittajilla ei luonnollisestikaan ollut tarjolla pattereita joka ikiselle vir-
taama- ja teholuokalle. Laskennallisiin arvoihin parhaiten sopiva patteri saatiin patteri-
toimittajan omalla mitoitusohjelmalla, joka antoi syöttötietojen perusteella parhaiten 
sopivan patterin heidän valikoimastaan. Toimittaja ilmoitti patterilleen oletusvirtaaman 
ja sitä vastaavan painehäviön. Tämä oletusvirtaama oli lähes poikkeuksetta jokin muu 
arvo kuin laskennassa saatu arvo. Käytännössä tämä tarkoitti, että todellisessa patte-
rissa tuli kulkemaan eri virtaama kuin sen oletusvirtaama. Tällöin myöskään patterin 
painehäviö ei ollut oletusarvon mukainen. Painehäviö piti suhteuttaa todelliseen vir-
taamaan. Tätä varten tarvittiin koneajosta seuraavat syöttötiedot: koneajovirtaus ja 
koneajopainehäviö. 
Vaihe 1, Osa 3: Lämmityspatterin todellisen dp:n selvitys 
Kuten kuvasta 13.6 on hahmotettavissa, painehäviö oli 
verrannollinen virtausten suhteeseen toisessa potenssis-
sa. Tämä kaava päti sekä jäähdytys- että lämmityspatte-
rille. Tämän vaiheen jälkeen oli tiedossa patterivirtaamat, 
patteritehot sekä patterien todellinen painehäviö.  
Kuva 13.6. Todellisen painehä-
viön selvitys koneajotietojen 
avulla. 
Kuva 13.5. Virtauksen selvitys, kun teho tunnetaan kuvan 13.3 
mukaisesti. 
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Vaihe 1, Osa 4: A-piirin putkiston dp:n selvitys 
Tämä vaihe päti vain lämmityspatterille. Toisin kuin jäähdytyspiirillä, niin lämmityspatte-
rilla oli aina kiertovesipiiri, jossa virtasi vaihdinneste. Tämän tarkoituksena oli estää 
mahdollinen patterin jäätyminen. Kiertovesipiirin pumppu tuli mitoittaa ja sitä varten tuli 
selvittää sen vaikutusalueessa olevat painehäviöt. Kiertoputkistossa painehäviötä tuot-
tivat putkiston kitkahäviöt, virtausnopeudesta riippuva dynaaminen paine sekä vakio-
häviön aiheuttava linjasäätöventtiili. Kuvassa 13.7 on esitetty dynaamisen paineen 
kaava ja putkiston painehäviöön selvittämiseen käytetty laskenta. 
Kuvassa 13.7 näkyvä kitkahäviö ja putkipituus olivat suunnittelijan antamia syöttöarvo-
ja. Kertavastuksen suuruus taas määräytyi putkiston muodosta. Tämä käsitti haarojen, 
kulmien ja sulkujen lukumäärän sekä niille ominaiset kertoimet. Dynaamisen paineen, 
joka oli liikkuvasta nestemassasta syntyvä paine [9, s.114.], määritys onnistui, kun pii-
rin virtaama tunnettiin. Piirin virtaama oli sama kuin aiemmin laskettu patterin virtaama. 
Vaihe 1, Osa 5: Kiertovesipumpun dp:n selvitys 
Kierovesipumpun oli siis kyettävä voittamaan sen hallinnoiman piirin painehäviö. Ku-
vassa 13.8 havainnollistetaan tuloilmakoneiden patteripiirejä sekä esitetään säätövent-
tiilit nimikkeellä TV.  Kuten kuvasta 13.8 on havaittavissa, pumpun vaikutusalueeseen 
kului A-piirin putkisto ja lämmityspatteri. Näin ollen pumpun tuottaman paine-eron oli 
oltava vähintään edellä mainittujen summa. Lämmityspatterin kiertovesipumpun dp = 
Lämmityspatterin dp + A-piirin putkiston dp. 
 
Kuva 13.7. Lämmityspatterin kiertopiirin pumppuun vaikuttava putkiston painehäviön lasken-
taan liittyvät kaavat [21, s.114-115][8]. 
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Vaihe 2, Osa1:  Säätöventtiilin virtaamamitoitus 
Kuten kuvasta 
13.8 nähdään, 
tuloilmakoneiden 
säätöventtiileillä, 
TV, tarkoitetaan 
tuloilmakoneiden 
patteripiirien ja 
pääpiirien välillä 
olevia säätövent-
tiilejä. Venttiilien 
tehtävä oli säätää 
patterien luovut-
tamaa tehoa hallin-
noimalla pääverkostosta tulevaa virtausta. Kuvasta 13.8 havaitaan, että lämmityspiirillä 
oli havaittavissa kaksi erillistä piiriä: A ja B. A-piirissä on jatkuva virtaus qa. B puolella 
taas oli säätöventtiilin asennosta riippuva virtaus qb. Jäähdytyspatterilla taas oli havait-
tavissa vain yksi piiri. Kuten kuvasta 13.8 nähdään, jäähdytyspatteripiirissä oli linjasää-
töventtiili, jonka läpi menee virtaus q0. Tämä virtaus on vakio ja hyvin pieni. Sen tehtä-
vä oli varmistaa, että kun säätöventtiili aukeaa, niin patteri sai heti mahdollisimman 
viileää nestettä.  
Lämmityspatterin pääpiiri tarjosi yleensä suurempaa lämpötilaeroa, ǻT2, kuin patterissa 
haluttiin käyttää. Tätä varten kiertopiiriin B tulevaan menonesteeseen sekoitettiin jääh-
tynyttä paluunestettä, jolloin kiertopiirin lämpötilaero, ǻT1, oli matalampi kuin ǻT2. Esi-
merkiksi pääpiirin lämpötilaero, ǻT2, saattoi 
olla 70 - 40 °C tuottaen ǻT2 = 30 °C. Kiertopii-
rissä taas haluttiin lämpötila-aluetta 40 - 60 °C 
tuottaen ǻT1 = 20 °C. Jotta tämä olisi mahdol-
lista, oli A- ja B-piirien virtaamat qa ja qb oltava 
erisuuria. A-piirin virtaama qa tunnettiin jo pat-
terimitoituksesta, joka tehtiin vaiheen yksi 
osassa yksi. Tästä voitiin suoraan laskea B-
puolen virtaama, qb, käyttämällä kuvassa 13.9 
esitettyä yhtälöä. Koska B-piirin teho siirtyy 
Kuva 13.8. Tuloilmakoneen lämmitys- ja jäähdytyspatterien raken-
nekuva. 
Kuva 13.9. Kaava, joka kuvaa lämpöti-
laeron ja virtauksen suhdetta tehon py-
syessä vakiona. 
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teoreettisesti täysin A-piirille, lämpötilamuutokset tunnetaan, patteripuolen virtaama 
tunnetaan ja muiden tekijöiden ollessa vakioita, niin voidaan selvittää tulopuolen vir-
taama qb.  
Vaihe 2, Osa2: Säätöventtiilin dp-mitoitus  
 Venttiilimitoituksen tavoitteena oli selvittää säätöventtiilin painehäviö. Venttiilillä oli aina 
tietty osuus säädettävän piirin painehäviöstä. Tätä painehäviöosuutta kutsuttiin venttii-
lin vaikutusasteeksi tai auktoriteetiksi. Venttiilillä oli oltava riittävän suuri vaikutusaste, 
jotta se pystyi säätämään piiriä. Venttiilin vaikutusaste oli syöttöarvo, joka oli yleensä 
50 % tai enemmän [8]. Venttiilin vaikutusastetta tarkastellessa oli tärkeää tuntea, mikä 
oli venttiilin vaikutusalue. Vaikutusalue oli samalla venttiilin vaikutettavan alueen putki-
pituus, jota tarvittiin vaikutusalueen putkiston painehäviön laskennassa. Kuvasta 13.8 
havaitaan, että jäähdytyspiirin virtaama qc oli käytännössä sama koko piirin yli.  
Vaikutusaste voitiin 
laskea kuvassa 13.10 
esitetyn kaavaan 
mukaisesti. Kuten 
kuvasta 13.10 havai-
taan, niin säätövent-
tiilin mitoitus edellytti 
putkiston painehävi-
ön tuntemista. Putkiston painehäviö laskettiin periaatteessa samalla ideologialla kuin 
vaiheen yksi osassa neljä esitettiin. Putkiston painehäviön laskeminen nimittäin riippui 
käytetystä venttiilityypistä. Patteripiirit voitiin toteuttaa kaksitieventtiilillä tai kolmitievent-
tiilillä. Kuvassa 13.11 havainnollistetaan erilaisia patteripiirivaihtoehtoja. Vasemmalla 
on kaksi lämmityspiiriä kytkettynä pääverkostoon ja oikealla kaksi jäähdytyspiiriä pää-
verkostoon kytkettynä. Venttiilityyppi vaikutti säätöventtiilin vaikutusalueeseen ja siten 
säätöventtiilin vaikutusalueeseen kuuluvaan putkipituuteen. Tämä taas vaikutti säätö-
venttiilin alaisen putkiston painehäviöön. Lisäksi jäähdytyspiireissä ei ollut kiertopiiriä ja 
sen pumppua. Kuten kuvasta 13.11 havaitaan, niin tästä aiheutui se, että jäähdytyksen 
säätöventtiiliä mitoitettaessa putkiston painehäviöön oli lisättävä vielä jäähdytyspatterin 
painehäviö. Venttiiliratkaisujen ero vaikutti vain kuvassa 13.10 esitettyyn dp Putkisto -
arvoon. Kuvassa 13.11 on esitetty mistä kyseinen dp Putkisto -arvo koostui eri säätö-
venttiilityypeissä.  Ohjelmaan oli luotava laskenta jokaiselle neljälle vaihtoehdolle. 
Kuva 13.10. Säätöventtiilin painehäviön, dp, selvitys halutulla vai-
kutusasteella. 
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 Vaihe 3: Pääverkostojen pumppumitoitukset 
Viimeiset laskennat, jotka kuuluivat tämän projektin laajuuteen, olivat tuloilmakoneiden 
pattereita palvelevien pääverkostojen pumppumitoitukset. Kuten lämmityspatterin kier-
tovesipumpunkin kanssa, niin pumppumitoituksessa oli selvitettävä painehäviöt, jotka 
pumpun oli voitettava. Lisäksi oli selvitettävä verkoston suurin virtaama. Jäähdytyksen 
ja lämmityksen pääverkostojen laskukaavat olivat lähes identtisiä. Molempien laskut 
esitettään seuraavissa listauksissa: 
 
 
 
 
 
Kuva 13.11. Neljä erilaista patteripiirin kytkentätapaa, mikä vaikutti venttiilin vaikutusalueeseen. 
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– lämmityksen pääpiirin pumppu 
– virtaus = tuloilmakoneiden lämmitysventtiilien virtaamien summa 
– pumpun dp = seuraavien painehäviöiden summa  
– dp putkisto: pääsiirtimeltä kaukaisimmalle tuloilmakoneelle ja takaisin. 
– pääsiirtimen dp 
– suurin yksittäisen tuloilmakoneen säätöventtiilin dp:n ja B-piirin putkiston 
dp:n summa 
– jäähdytyksen pääpiirin pumppu 
– virtaus = tuloilmakoneiden jäähdytysventtiilien virtaamien summa 
– pumpun dp = seuraavien painehäviöiden summa  
– dp putkisto: pääsiirtimeltä kaukaisimman tuloilmakoneen jäähdytyspiirin 
vaikutusalueen alkuun ja takaisin. 
– pääsiirtimen tai säiliön dp 
– suurin yksittäisen tuloilmakoneen jäähdytyspatterin dp:n, säätöventtiilin 
dp:n ja säätöventtiilin vaikutusalueen putkiston dp:n summa. 
Säätöventtiilien vaikutusalueet on esitetty kuvassa 13.11. 
14 Tulosten tarkastelu 
Seuraavaksi on tarkoitus tarkastella projektin tuloksia ja miten hyvin ne vastasivat pro-
jektin alussa asetettuja tavoitteita. Kerrataan laiteluettelon automatisoinnille asetetut 
tavoitteet: 
x virheettömyys 
x selkeys 
x ajansäästö 
x työnkulun yhtenäistäminen  
x laiteluetteloiden ulkomuodon yhtenäistäminen. 
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Periaatteessa laiteluettelon luontiprosessin virhealttius oli laskenut merkittävästi. Ai-
emmassa laiteluettelossa yleisin ongelma oli, että laskentaa ei käytetty oikein. Laite-
luettelo-ohjelmassa oli toteutettu korjaus jokaiseen aiemman laiteluettelon laskentaon-
gelmaan. Seuraavaksi esitetään aiemman laiteluettelon laskentaongelmat ja niihin teh-
dyt parannukset: 
– Jokainen suunnittelija käytti taulukkolaskentaa omalla tavallaan. 
– Ohjelma mahdollistaa vain automaattikäytön tai manuaalikäytön, mutta ei 
niiden sekoituksia. Laiteluettelo-ohjelmasta näki heti, oliko sitä käytetty au-
tomaattitilassa vai manuaalitilassa. 
– Taulukkolaskentaan toteutetut kaavat olivat hyvin vaikealukuisia ja laskujen tar-
kan rakenteen hahmotti vain taulukkolaskennan tekijä. 
– Jokainen laskenta pystyi esittämään itsestään selkeän ja informatiivisen tie-
don siitä mitä kyseinen laskenta tekisi. Lisäksi laskenta oli jaettu eri vaihei-
siin, jolloin käyttäjän oli helppoa seurata mitä ohjelma teki. 
– Käyttäjät poistivat laskennan soluista ja syöttivät käsin muulla tavalla lasketun 
tai hankitun arvon. 
– Automaattisivut olivat lukittuja ja arvojen muuttaminen käsin oli mahdotonta. 
Muutokset oli tehtävä itse kaavioon, jonka jälkeen oli päivitettävä laiteluette-
lo ja ajaa laskenta uudestaan.  
– Laiteluetteloa käytti useampi käyttäjä. Tästä seurasi se, että käyttäjä ei voinut 
olla varma, ettei joku toinen ole muuttanut esimerkiksi laskentakaavoja.  
– Uudessa järjestelmässä laskentakaavat olivat ennalta määrättyjä. Niitä pys-
tyi muuttamaan vain pääkäyttäjä, jolloin suunnittelija pystyi luotaamaan las-
kentojen olevan aina oikeita. 
– Muutostilanteissa lasketut arvot jäävät päivittämättä. 
– Muutoksia ei voinut uudessa järjestelmässä enää kirjata pelkästään laite-
luetteloon. Muutos oli tehtävä kaavioihin ja tuotava sieltä laiteluetteloon.  
– Revisiomerkinnöissä saattoi olla ristiriitoja tai ne puuttuvat. 
– Luodussa revisiomerkintäjärjestelmässä käyttäjä päivitti revisiomerkinnän 
yhteen paikkaan. Revisiojärjestelmä piti huolen, että muut merkinnät poiste-
taan eikä vääriä merkkejä voinut enää asettaa. 
– Taulukkolaskennan laskentakaavat eivät sopineet, jokaiseen tilanteeseen ilman 
muokkausta. 
– Uudessa järjestelmässä suunnittelija pystyi valitsemaan vapaasti tilantee-
seen sopivan laskennan. Pääkäyttäjä piti huolen, että tarjolla oli laskenta-
skriptit erilaisille laskentatarpeille. 
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– Taulukkolaskentaa ei voitu kopiosuojata siten, että esimerkiksi poistuvat yönte-
kijät eivät vie sitä mukanaan toisille yrityksille. 
– Laiteluettelo-ohjelmalle kehitettiin suhteellisen hyvä kopiosuojausjärjestel-
mä, joka teki useita tarkistuksia ennen ohjelman käynnistymisluvan antamis-
ta. Kopiosuojaus järjestelmän rakennetta ja toimintaa ei käsitellä tässä työs-
sä ollenkaan. Sen toiminta halutaan ymmärrettävästi pitää salaisena. 
Uudessa laiteluettelon luontijärjestelmässä ja ohjelmassa oli siis selkeästi pystytty vas-
taamaan aiemman laiteluettelon virhekohtiin. Lisäksi uuden laiteluettelon tulosteet oli-
vat huomattavasti selkeämpi kuin aiemman. Tästä esimerkkinä liite kaksi, joka esitää 
saman sisällön kuin liitteen yksi alkuperäinen laiteluettelo. Todennäköisesti tämä muu-
tos oli erityisesti urakoitsijoiden mieleen, jotka työssään joutuvat käyttämään useiden 
eri suunnittelutoimistojen laiteluetteloita, joiden ulkomuoto saattoi erota hyvinkin paljon 
toisistaan. 
Ulkomuodon selkeytymisen lisäksi tapahtui myös ulkomuodon yhtenäistyminen. Kiitos 
MCSD:n kaikki kaaviot käyttävät aina samoja symboleja ja viivapaksuuksia. Tämä on 
hyvin nähtävissä liitteestä viisi. Myös LVI- ja RAU-laiteluettelot olivat projektin jälkeen 
ulkomuodollaan yhteneviä, koska molemmat tuotettiin samalla periaatteella. Kaikki pro-
jektit käyttivät nyt myös samoja kansisivuja, mikä näkyy kuvasta 14.1.  
Uusi laiteluettelojärjestelmä tarjosi myös ajansäästöä. Tämä ajansäästö syntyi lähinnä 
laiteluettelo-ohjelman selkeästä rakenteesta, keskitetystä tietojen syötöstä, virheen 
etsintätarpeen vähenemisestä sekä kaavioiden yhteyskäytöstä.  
Kuva 14.1. Laiteluetteloiden uusi yhtenäistetty ulkoasu. Vasemmalla RAU- ja oikealla LVI-
laiteluetteloiden kansisivut. 
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Ohjelman kehittäminen vei oman aikansa. Tämän projektin suunnittelu ja toteutus vei 
kaiken kaikkiaan noin 650 tuntia, jonka tuloksena oli noin 10 000 riviä lähdekoodia. 
Projektin aikana tehtiin suuntaa-antavaa tuntikirjausta, joka on esitettynä liitteessä 10. 
Tuntikirjausten tavoitteena oli selvittää suunnilleen ohjelman eri osa-alueiden suorituk-
seen kulunut työaika. Lisäksi siinä pyrittiin erottelemaan eri osa-alueen ajankäyttöä 
suunnittelun, toteutuksen ja muutostyön välillä. Muutoksella tarkoitettiin valmiin ja toi-
mivan järjestelmän muuttamista toiminnaltaan erilaiseksi. Liitteestä 10 on helposti ha-
vaittavissa, että ohjelman selkeästi työläin järjestelmä oli laskentajärjestelmä. Lasken-
tajärjestelmän, skriptikielen ja skriptin kirjoitus veivät noin 20 - 25 % kokonaistyöajasta. 
Muita työläitä järjestelmiä oli tietysti ohjelman ydin, joka vastasi ohjelman toiminnasta. 
Kolmannelle sijalle ylsivät tulostusjärjestelmä sekä projektin avaus- ja tallennusjärjes-
telmä. Kaikissa kolmessa oli yksi yhteinen tekijä. Niissä vaadittiin algoritmeja, jotka 
käsittelivät hyvin laajaa aineistoa. Tästä johtuen niiden koko ja monimutkaisuus tekivät 
niistä hyvin työläitä toteuttaa. Tämä siitä huolimatta, että läpi projektin ohjelmointi yritet-
tiin suorittaa mahdollisimman oliokeskeisesti ja järjeneviin osiin jaettuna. 
Projektissa ei tullut vastaan erityisiä teknisiä rajoitteita. Suurin kiitos tästä kuului toden-
näköisesti Qt:n erittäin kehittyneelle ohjelmointiympäristölle sekä luokkakirjastolle. Suu-
rimmat ongelmat liittyivät lähinnä ohjelman yksittäisen järjestelmän virheelliseen käyt-
täytymiseen ja sen selvittämiseen.  
Projekti ei tuonut mukanaan kuitenkaan pelkkää hyvää. Luonnollisesti täydellistä rat-
kaisua ei ole olemassa. On vain ratkaisuja, jotka sopivat paremmin eri tilanteisiin. Au-
tomaation lisääminenkin on aina vaihtokauppa, jossa luovutaan muokattavuudesta 
automatisoimalla ne tietyllä prosessilla. Lisäksi joissain tilanteissa työvaiheiden määrä 
kasvoi. Esimerkiksi aiemmassa laiteluettelojärjestelmässä suunnittelija saattoi muutok-
sen ilmaantuessa muuttaa arvon laiteluetteloon ja kaavioon. Kyseessä oli periaattees-
sa nopea kahden muuttajan vaihtaminen. Uudessa järjestelmässä suunnittelijan oli 
päivitettävä arvo kaavion, luotava siitä create report -työkalulla esitys ja tuotava se lai-
teluetteloon. Tämä lisää tietyltä osin työvaiheita, mutta pienentää virheriskiä. Muita 
ohjelman tuomia vaikeuksia ja haittoja olivat laiteluetteloluontijärjestelmän jäykkyyden 
lisääntyminen sekä ylläpidolliset haasteet. Koska kaaviot perustuivat MCSD:n tietomal-
lirakenteisiin, niin tietovarastojen muuttaminen aiheutti merkittäviä ongelmia. Jos esi-
merkiksi MCSD:ssä vaihtoi yhden ominaisuuden nimeä, niin tämä päivitys näkyisi vain 
uusilla kaavioilla. Kaikissa aiemmissa kaavioissa näkyi edelleen aiempi arvo. Kaikkiin 
kaavioihin oli vaihdettava arvo tai niitä ei voisi käyttää, mikä lisäsi huomattavasti koko 
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järjestelmän jäykkyyttä. Koska MCSD:n ja laiteluettelo-ohjelman tietovarstojen tuli olla 
yhteneviä, niin järjestelmien ylläpitäjän tuli muutosten jälkeen yhtenäistää tietovarastot. 
15 Yhteenveto ja pohdinta 
Ihan aluksi on huomioitava, että projektin kokonaiskannattavuuden ja hyödyn pohdinta 
perustuu pitkälti arvioihin ja ensivaikutelmiin. Tämä johtui siitä, että tuotetun järjestel-
män ja tietokoneohjelman todelliset hyödyt ja haitat olivat nähtävissä vasta, kun koko 
järjestelmä oli ollut käytössä vähintään yhdessä projektissa alusta loppuun. Rakennus-
alalla yksi projekti suunnittelusta valmiin rakennuksen käyttöönottoon voi helposti viedä 
useita vuosia. Näin pitkä ajanjakso ei kuulunut tämän työn tarkastelualueeseen.  Näin 
ollen projektissa ei voitu tehdä todellisia mittauksia muun muassa uuden laiteluettelo-
järjestelmän ajansäästöstä tai kannattavuudesta. Sen voi kuitenkin todeta, että jos lai-
teluettelo-ohjelman teko kustansi 650 tuntia työtä ja yhden tuloilmakoneen virheellinen 
sfp-luku voi aiheuttaa 15 000 € -korvausvaatimuksen, niin yhdenkin tällaisen virheen 
välttäminen suunnilleen korvaa projektin kulut. 
Erityisesti projekti onnistui laskennan selkeytyksessä. Ohjelmalla kyettiin tuottamaan 
käyttöliittymä, jolla voitiin helposti opastaa suunnittelijaa valitsemaan ja suorittamaan 
oikea laskenta. Tällainen ohjelman muokattavuus juuri sellaiseksi kuin haluttiin, oli sel-
keästi yrityksen sisäisen ohjelmistotuotannon suurimpia etuja.  
Projektissa siis saavutettiin lähes kaikki alussa asetetut tavoitteet. Tämän lisäksi pro-
jektin aikana projektiin lisättiin vaatimuksia ja tarkennettiin olemassa olevia. Projektin 
johtoryhmä oli tyytyväinen projektin lopputulokseen ja kertoivat sen olevan enemmän 
kuin alussa odotettiin. Sen johdosta projektille myönnettiin jatkoprojekti, jossa ohjel-
maan muun muassa lisättäisiin venttiililuettelot ja siihen liittyvää laskentaa. 
Projekti onnistui siis suhteellisen hyvin. Seuraavaksi tarkoituksena on tuoda esille asioi-
ta, jotka olisi kannattanut tehdä toisin tai kannattaa huomioida muissa vastaavissa pro-
jekteissa. 
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x ohjelmoinnissa yhtenäisemmät sisäiset esitysmuodot 
x suunnittelijan tuntemus prosessista, jota varten ohjelma tehdään 
x alkusuunnittelun painotusalueet. 
x haluttujen toimintojen mahdollisimman tarkka määritys. 
Suurin osa yllä olevista huomioista perustui sekä ohjelmoitsijan että yrityksen kokemat-
tomuuteen ohjelmistotuotannossa. Ne eivät onneksi aiheuttaneet suuria ongelmia, mut-
ta niiden huomioonotto jatkossa on todennäköisesti kannattavaa.  
Ohjelman sisäisessä toteutuksessa tuli usein vastaan ongelmia, jotka liittyivät ohjelman 
sisäisten esitysmuotojen suureen määrään. Sisäisillä esityksillä tarkoitetaan esimerkik-
si muistipaikkojen, laitekuvausten ja solukuvasten koodimuotoisia esityksiä. Näissä olisi 
pitänyt pyrkiä mahdollisimman pieneen määrään erilaisia esitysmuotoja. Tällöin olisi 
vältytty esitysmuotojen välisiltä useilta kääntäjiltä ja esitysrakentajilta. 
Myös suunnittelijan tuntemus prosessista aiheutti kysymyksiä projektin aikana. Projek-
tin suunnittelijalla oli rajoittunut näkemys laiteluettelosta ja sen kokonaiselinkaaresta. 
Tämä siitäkin huolimatta, että ennen projektin alkua tutustuttiin kohtalaisen syvällisesti 
laiteluetteloon eri yhteyksissä. Toisaalta tämä ei välttämättä ollut huono asia. Esimer-
kiksi projektin alussa laiteluettelo-ohjelman ajateltiin käyttävän alkuperäisessä laiteluet-
telossa ollut kiinteä arvosijaintijärjestelmä. Suunnittelijan mielestä kyseinen esitys oli 
epäselvä ja ehdotti muuttuvia arvosijainteja. Tämä myös hyväksyttiin uuteen laiteluette-
loon. Perehtymättömyys voi usein tarjota uusia näkökulmia asioihin, joita on pidetty 
itsestään selvyyksinä. 
Ohjelmointiohjelmiston alkusuunnittelussa olisi pitänyt painottaa enemmän huomiota 
ohjelman sisäisten ja ulkoisten osien välisiin rajapintoihin. Näillä rajapinnoilla tarkoitan 
esimerkiksi MCSD:n ja ohjelman välistä kommunikointia tai sivujen ja projektin välistä 
rajapintaa. Nämä rajapinnat määrittivät pitkälti ohjelman sisäisten esitysten määrän ja 
muodon. Lisäksi alkusuunnittelussa olisi ollut hyvä arvioida paremmin ohjelman työ-
läimmät osa-alueet. Esimerkiksi script enginen tekemiseen arvioitiin menevän vain 30 
tuntia, mikä osoittautui aivan liian pieneksi tuntimääräksi. Tämä liittyi myös alkumääri-
tysten tarkkuuteen. Kuten jo aiemmin esitetty, niin projektin alussa projektille ei asetettu 
kovinkaan yksityiskohtaisia vaatimuksia. Tästä seurasi välillä se, että toimintoa ei voitu 
toteuttaa, koska ei ollut selkeää näkemystä halutusta toimintatavasta. Esimerkiksi ha-
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luttiin laskenta, mutta ei oltu päätetty laskennan ajotapaa. Haluttiinko laskennasta täy-
sin automaattinen, painikeaktivoitava vai moniosainen painikeaktivoitava. Puhumattaan 
siitä missä painike sijaitsisi. 
Ennen projektia olisi myös tärkeä pohtia, että onko edes järkevää aloittaa tietokoneoh-
jelmistojen hankintaa tai tuottamista. Sopimaton tai kankea ohjelmisto näkyy usein vain 
hankintakuluissa, ylläpidon kuormituksessa ja työntekijöiden tyytymättömyytenä. Ihmi-
set ovat luonteeltaan enimmäkseen muutosvastaisia. Uusi ohjelmisto voi helposti luoda 
muutosvastaisuutta. Lisäksi uuden järjestelmän opetus vie resursseja sekä työtehoa. 
Jos ohjelmisto on kaiken lisäksi hankala käyttää tai toiminnaltaan epävarma, niin voi se 
aiheuttaa suoranaista työmoraalin laskua 
On tärkeää hahmottaa työprosessi, johon ohjelmisto kohdentuisi. Työprosessia voinee 
usein parantaa pelkästään tehostamalla ja yhtenäistämällä työprosessin työnkulkua. 
Työnkulun tehostamisessa on tosin myös omat ongelmansa. Tehostaminen saattaa 
tietyissä tilanteissa luoda painetta henkilöstöhallinnalle. Lisäksi joissain tilanteissa te-
hokas työnkulku saattaa olla sen verran monimutkainen, että siihen on vaikea tuottaa 
selkeää ohjeistusta. Tällöin tietokoneohjelman tuottaminen/hankkiminen saattaa olla 
hyvinkin kannattavaa. 
16 Päätelmät 
Luotu ohjelma vastasi vaatimusmäärittelyä ja pystyi selkeästi korjaamaan aiemman 
järjestelmän ongelmia sekä tehostamaan työnkulkua. Ohjelma toteutettiin kohtuullises-
sa ajassa ottaen huomioon ohjelman vaatimusmäärittelyn ja tosiasian, että projekti oli 
sen osallistujille ensimmäistä laatuaan. Oikeilla työkaluilla, motivoituneilla työntekijöillä 
sekä rajallisella osaamisella voi toteuttaa yrityksen sisäistä ohjelmistokehitystä laaduk-
kain tuloksin. Lisäksi voidaan ottaa huomioon sisäisen ohjelmistotuotannon edut verrat-
tuna ostopalveluun: ohjelmalla nopea muokattavuus, tarvittaessa nopeat pugikorjauk-
set, ohjelman sisältö täysin yrityksen hallussa, ohjelma tarjoaa yrityksille keinon erottua 
kilpailijoista. Kuten kaikissa ohjelmistohankinnoissa on alussa vain tarkasti määritettävä 
todelliset ohjelmistotarpeet, vaihtoehtoiset ratkaisut sekä muistaa, että ohjelmaa ei tee 
ollenkaan tai tekee sen kunnolla. Kukaan ei halua käyttää huonoa ohjelmistoa  
76 
  
Lähteet 
1 Gilbert, Mike.  2000. VBA Develeoper’s Handbook. USA: Sybex. 
2 Application programming interface. Verkkodokumentti 
<http://en.wikipedia.org/wiki/Application_programming_interface>. 8.3.2014. Lu-
ettu 9.3.2014. 
3 Tickoo, Sham.  2011. AutoCAD A Problem-Solving Approach. USA: Cengage 
Learning. 
4 Mäkinen, P., Railio, J. 2004. SFP-opas.  
5 Free Software Foundation, Inc. Why you shouldn't use the Lesser GPL for your 
next library. 2013. Verkkodokumentti < https://www.gnu.org/philosophy/why-not-
lgpl.html>. Luettu 15.1.2014. 
6 Talotekniikka-Julkaisut Oy. Verkkodokumentti < http://www.lvi-
ala.fi/merkitys.htm>. Luettu 11.3.2014. 
7 Torkki, Antti. 2014. Suullinen tieto. Keskustelu 7.1.2014. 
8 Torkki, Antti. 2014. Suullinen tieto. Keskustelu 6.3.2014. 
9 Hautala, M., Peltonen, H. 2003. Insinöörin (AMK) Fysiikka Osa I. Jyväskylä: 
Gummerus kirjapaino Oy. 
10 Jokinen, L., Turtiainen, T., Rinamo, K. 2014. Suullinen tieto. Keskustelu 4.3.2014. 
11 Jokinen, Liisa. 2013. Suullinen tieto. Keskustelu 8.9.2013. 
12 Progman Oy. MagiCAD System Designer for MEP and Electrical design. Verkko-
dokumentti < http://www.magicad.com/en/content/magicad-system-designer-
mep-and-electrical-design>. 2013. Luettu 5.2.2014. 
13 Progman Oy. MagiCAD System Designer. Tietokoneohjelma < MagiCAD System 
Designer >. Ohjelmaversio: 2012.4. 
14 Wikipedia. ActiveX. Verkkodokumentti <http://fi.wikipedia.org/wiki/ActiveX>.2013. 
Luettu 6.1.2014. 
15 Wikipedia. Visual Basic. Verkkodokumentti 
<http://fi.wikipedia.org/wiki/Visual_Basic >.2013. Luettu 6.1.2014. 
77 
  
16 Roe, Andrew.  2001. Using Visual Basic with AutoCAD second edition. USA: 
Thomson Learning 
17 Wikipedia. Leikepöytä. Verkkodokumentti 
<http://fi.wikipedia.org/wiki/Leikep%C3%B6yt%C3%A4>.2013. Luettu 5.1.2014. 
18 Wikipedia. Method (computer programming). Verkkodokumentti < 
http://en.wikipedia.org/wiki/Method_(computer_programming)>.2014. Luettu 
12.3.2014. 
19 Digia Plc. Qt Widgets. Verkkodokumentti <http://qt-project.org/doc/qt-
5.0/qtwidgets/qtwidgets-index.html>.2013. Luettu 12.3.2014. 
20 Wikipedia. Boolean Function. Verkkodokumentti < 
http://en.wikipedia.org/wiki/Boolean_function>.2013. Luettu 12.2.2014. 
21 Matemaattisten Aineiden Opettajien Liitto.  2005. maol taulukot. Keuruu: Otavan 
Kirjapaino Oy 
 
Liite 1 
  1 (1) 
 
  
Alkuperäinen toimitilakohteen LVI-laiteluettelo  
Liite 2 
  1 (1) 
 
  
Liitteen 1 laiteluettelon tuloste uudella järjestelmällä 
 
Liite 3 
  1 (1) 
 
  
Toimitilakohteen lämmönjakohuoneen LVI-kaavio  
Liite 4 
  1 (1) 
 
  
Liitteen 3 kaavion RAU-versio   
 
Liite 5 
  1 (1) 
 
  
Liitteiden 3 ja 4 kohdetta vastaava MCSD:llä luotu yhdistetty kaavio    
Liite 6 
  1 (1) 
 
  
Ote ohjelman sisäistä toimintaa kuvaavasta dokumentista    
Liite 7 
  1 (1) 
 
  
Ohjelman sisäisten rakenteiden toimintaa kuvaava kaavio 
Liite 8 
  1 (1) 
 
  
Arviointilomake alkuperäisen laiteluettelon käyttäjille 
Liite 9 
  1 (14) 
 
  
Ohjelman ulkomuoto ja tulostehahmotelmien viimeinen versio 
 
Liite 9 
  2 (14) 
 
  
Liite 9 
  3 (14) 
 
  
Liite 9 
  4 (14) 
 
  
Liite 9 
  5 (14) 
 
  
Liite 9 
  6 (14) 
 
  
Liite 9 
  7 (14) 
 
  
Liite 9 
  8 (14) 
 
  
Liite 9 
  9 (14) 
 
  
Liite 9 
  10 (14) 
 
  
Liite 9 
  11 (14) 
 
  
Liite 9 
  12 (14) 
 
  
Liite 9 
  13 (14) 
 
  
Liite 9 
  14 (14) 
 
  
 
 
 
 
 
 
 
Liite 10 
  1 (1) 
 
  
Projektin suuntaa-antava tuntikirjaus osa-alueittain 
 
 
 
 
 
 
 
 
 
 
