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Abstrak-- Software under Test (SUT) merupakan hal penting dalam kegiatan penelitian 
software testing (pengujian perangkat lunak). Penyiapan SUT tidaklah sederhana, diperlukan 
kecermatan, lengkap, dan sesuai dengan tujuan penelitian, dan akan mempengaruhi kualitas 
penelitian yang dilakukan. Di satu sisi saat ini terdapat sejumlah cara untuk membangun SUT, 
mulai membangun sendiri, hingga SUT yang secara langsung dapat dimanfaatkan oleh peneliti. 
Artikel ini membahas hasil identifikasi SUT dalam sejumlah penelitian, serta tren penggunan 
SUT yang dilakukan oleh para peneliti software testing. Hasil dari penelitian adalah berupa 
informasi, tentang tren, penggunaan SUT dari open source, dan SUT dari repositori. Penelitian 
yang dilakukan berupa systematic literature review (SLR), menggunakan protocol dari 
Kitchenham. Proses review dilakukan terhadap 86 artikel yang dipublikasi tahun 2017-2020. 
Artikel tersebut terpilih setelah melalui dua tahap seleksi yaitu inclusion dan exclusion criteria, 
serta asesmen atas kualitas dari sisi kejelasan SUT pada artikel yang diseleksi. Hasil studi 
menunjukkan bahwa tren pengguanaan open source untuk digunakan sebagai SUT sangat 
dominan. Beberapa peneliti menggunakan open source tersebut sebagai basis 
dikembangkannya SUT, sementara peneliti lain memanfaatan SUT dari repositori yang 
menyediakan SUT siap pakai. Dalam hal ini, penggunaan SUT dari software infrastructure 
repository (SIR) dan Defect4J menjadi pilihan para peneliti dalam jumlah signifikan. 




Software under Test (SUT) is an essential aspect of software testing research activities. 
Preparation of the SUT is not simple. It requires accuracy, completeness and will affect the 
quality of the research conducted. Currently, there are several ways to utilize an SUT in 
software testing research: building an own SUT, utilization of open source to build an SUT, 
and SUT from the repository utilization. This article discusses the results of SUT identification 
in many software testing studies. The research is conducted in a systematic literature review 
(SLR) using the Kitchenham protocol. The review process is carried out on 86 articles 
published in 2017-2020. The article was selected after two selection stages: the Inclusion and 
Exclusion Criteria and the quality assessment. The study results show that the trend of using 
open source is very dominant. Some researchers use open source as the basis for developing 
SUT, while others use SUT from a repository that provides ready-to-use SUT. In this context, 
utilization of the SUT from the software infrastructure repository (SIR) and Defect4J are the 
most significant choice of researchers. 
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I. PENDAHULUAN  
Software testing (testing) adalah salah satu tahap 
penting dalam pengembangan perangkat lunak. 
Menurut L. Luo (2000) effort yang diperlukan untuk 
melaksanakan testing adalah sekitar 40-50% dari 
keseluruhan effort pengembangan perangkat lunak 
(Luo, 2000). Sementara dari sisi biaya, testing 
menyerap biaya paling tinggi dibanding tahapan lain 
dalam software maintenance (Hynninen et al., 2018). 
Tujuan utama testing adalah untuk menjamin 
software yang dikembangkan memiliki standar 
kualitas tertentu sesuai spesifikasi yang 
didefinisikan. Aktivitas testing secara global 
meliputi perancangan test-case, mengeksekusi 
software yang diuji, dan memeriksa kesesuaian hasil 
testing dengan requirement (Dadkhah et al., 2020; 
Garousi et al., 2019)  
Dalam konteks kegiatan penelitian, salah satu 
aspek penting dalam penelitian software testing 
adalah penyiapan software under test (SUT), yaitu 
sebuah software yang akan menjadi objek pengujian 
(testing). 
SUT dikatakan penting dalam penelitian software 
testing, karena kualitas SUT akan turut menentukan 
kualitas penelitian. SUT yang baik diperlukan untuk 
menjamin eksperimen yang dilakukan menjadi valid. 
Di samping itu, studi mengenai SUT dipandang 
penting, karena secara umum penyiapan SUT dalam 
sebuah penelitian membutuhkan effort yang tidak 
sederhana.   Di sisi lain, sejauh ini penelitian di 
bidang software testing terus berkembang, dan 
dalam realitasnya terdapat banyak open-source yang 
dapat dirancang untuk menjadi SUT.  
Identifikasi mengenai SUT, dilakukan hanya 
berupa bagian dari survey terhadap pendekatan atau 
teknik tertentu dalam penelitian software testing. 
Misalnya, survey terhadap test case prioritization 
oleh (Hasnain et al., 2021) dan (Samad et al., 2021). 
Di sisi lain, terdapat peneliti yang secara khusus 
mengkaji suatu  repositori SUT, seperti yang 
dilakukan oleh Gay, G., & Just, R. (2020) yang 
mengkaji repository Defect4J (Gay and Just, 2020)  
dan (Sobreira et al., 2018). 
Artikel ini membahas hasil identifikasi 
penggunaan SUT dalam penelitian software testing. 
Studi yang dilakukan berupa systematic literature 
review (SLR) yang diperkenalkan oleh Kitcehnmant 
(2013). Hasil studi diharapkan dapat memberikan 
manfaat bagi para peneliti software testing, salah 
satunya memanfaatkan open source untuk SUT, 
sehingga para peneliti dapat lebih fokus pada inti 
yang dikaji, dan penyiapan SUT tidak lagi 
memerlukan effort terlalu tinggi. 
Pembahasan setelah pendahuluan, dibagi ke 
dalam beberapa sub bagian, meliputi: metode, hasil 
dan pembahasan, serta penutup.  
 
II. METODE 
Dalam artikelnya, Kinchenham (2013) telah 
melakukan studi berupa SLR untuk bidang software 
engineering (Kitchenham and Brereton, 2013).  
Hingga saat ini, artikel tersebut telah dirujuk ratusan 
peneliti untuk melakukan SLR di bidang software 
engineering. Gambar 1 adalah langkah-langkah 




Gambar 1. Langkah-langkah SLR  
 
Initial Search 
Pada tahap initial, dilakukan perumusan 
research question (RQ). Terdapat 3 RQ yang akan 
dijawab dalam aktivitas SLR ini, yaitu:  
1. Bagaimana tren penggunaan SUT dalam 
penelitian software testing? (RQ1) 
2. Bagaimana karakteristik open source untuk SUT 
yang digunakan para peneliti software testing? 
(RQ-2) 
3. Bagaimana karakteristik open source SUT yang 
tersedia pada database repositori SUT? (RQ3). 
  
Selection Process 
Pada tahap ini, dilakukan seleksi terhadap artikel 
yang memenuhi beberapa kriteria. Kriteria tersebut 
ditentukan dengan tujuan tertentu, yang dimulai dari 
pemilihan database sebagai sumber artikel.  
 
Penentuan Data Source 
Sumber pustaka yang digunakan bersumber dari 
beberapa database yang secara umum dipandang 
kredibel dan berpengaruh. Pencarian dilakukan 
dengan mengkombinasi dua acara yaitu manual dan  
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otomatis melalui tools layanan pada database 
tersebut. Database yang menjadi sumber pencarian 
artikel yaitu: 
a. IEEE Xplore 
b. Science Direct 
c. Springer 
d. Google Scholar 
 
Search String Criteria 
Pada tahap ini dilakukan penentuan string yang 
menjadi keyword dalam proses pencarian artikel. 
Beberapa string tersebut adalah: “empirical 
software testing”, “software testing research”, 
“software testing approach”, “regression testing”, 
“unit testing technique”. Namun dalam 
pelaksanaannya keyword tersebut kurang 
memperoleh hasil signifikan, karena terlalu umum, 
sehingga digunakan keyword lain yang lebih 
spesifik, dengan menyertakan teknik atau 
pendekatan software testing pada proses pencarian, 
misalnya: “search-based testing”, “model-based 
testing”, “test case selection”, dan lain-lain. 
 
Inclusion/Exclusion Criteria 
Inclusion dan exclusion criteria adalah upaya 
untuk menyeleksi artikel yang akan dipilih 
(Inclusion Criteria) dengan yang tidak (Exclusion 
Criteria), dengan cara mendefinisikan kriteria 
masing-masing. Pada SLR ini inclusion dan 
exclusion criteria diperlihatkan pada Tabel 1. 
Selanjutnya dilakukan penilaian terhadap kualitas 
artikel hasil IC dan EC, dengan melihat kejelasan 
deskripsi mengenai SUT.  
 
Data Extraction and Reporting  
Pada aktivitas ini dilakukan penentuan artikel 
terpilih, untuk selanjutnya dilakukan klasifikasi dan 




Tabel 1. Inclusion Criteria (IC) dan Exclusion Criteria (EC) 
#IC  Inclusion Criteria #EC Exclusion Criteria 
IC1 Artikel yang dipilih berasal dari jurnal 
atau prosiding, yang merupakan hasil 
studi menggunakan teknik testing 
tertentu 
EC1 Lecture note atau book chapter, berupa 
diskusi atau overview sebuah konsep 
IC2 Artikel dipublikasi dari tahun 2017-2020 EC2 Artikel dipublikasi di luar rentang 
2017-2020 
IC3 Artikel ditulis dalam Bahasa Inggris EC3 Artikel dalam Bahasa selain Inggris  
III. HASIL DAN PEMBAHASAN 
Bagian ini menjelaskan proses seleksi artikel, 
tren penggunaan SUT, open source sebagai SUT, 
dan repositori SUT untuk menjawab semua RQ.  
Pencarian Artikel   
Hasil pencarian artikel, pada tahap awal 
diperoleh 1241 artikel. Jumlah tersebut kemudian 
diseleksi menggunakan kriteria Inclusion (IC) dan 
Exclusion (EC). Hasil seleksi dicantumkan pada 
Tabel 2. Sejumlah artikel di-exclude, diantaranya 
karena berupa lecture note atau artikel hasil 
review/overview (bukan hasil penelitian), dan 
dipublikasi di luar rentang 2017-2020. Dari proses 
seleksi tersebut diperoleh 267 artikel.  
Dalam hal seleksi terhadap kualitas artikel 
dilakukan dengan melihat kejelasan SUT. Terdapat 
sejumlah artikel yang tidak secara jelas 
menginformasikan SUT. Seleksi tahap kedua 
menghasilkan 86 artikel yang menjadi dasar dari 
studi ini. Gambar 2 memperlihatkan sebaran artikel 
hasil seleksi yang dikelompokkan per tahun.  
 
 
Tabel 2. Daftar Artikel Menurut Penerbitan 
Data Artikel 
Terpilih Journal Proceeding 
2017 8 12 
2018 8 10 
2019 14 9 
2020 19 6 
Jumlah 49 37 
 
 
Gambar 2. Sebaran Artikel Terpilih 
 
Tren Penggunaan SUT 
Untuk menjawab RQ1 (Bagaimana tren 
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penggunaan SUT dalam penelitian software 
testing?), diperoleh gambaran sebagai berikut. 
Secara umum para peneliti melakukan uji coba 
menggunakan berbagai variasi SUT. Beberapa 
peneliti menggunakan SUT skala kecil, untuk 
lingkup pembelajaran di kelas, misalnya aplikasi 
ATM, dengan hanya beberapa fitur. Hanya sedikit 
peneliti yang menggunakan SUT berskala besar dari 
industri. Dalam mengidentifikasi jenis SUT, telah 
dilakukan klasifikasi terhadap SUT berdasarkan 6 
kelompok. Tabel 3 memperlihatkan hasil 
identifikasi dan klasifikasi SUT dari 86 artikel 
penelitian software testing. 
 
Tabel 3. Klasifikasi SUT dalam Penelitian  
No Software Under Test 
(SUT) 
#Artikel Penelitian Jumlah 
1 Industrial System  (Shin and Lim, 2020) (Alfieri et al., 2020) (Abbas et al., 2019) (Anderson 
et al., 2019) (Khanna et al., 2019a) (Hajri et al., 2020) (Magalhães et al., 
2020) (Azizi and Do, 2018a) (Ouriques et al., 2018) (Ulewicz et al., 2018) 
(Matinnejad et al., 2019) (Chen et al., 2018) (Arrieta et al., 2018) 
(Riskiawan and Azhari, 2017) (Matinnejad et al., 2017) 
15 
2 Membangun SUT sendiri  (Yu et al., 2019) (Mishra et al., 2019) (Zhang et al., 2018) (Bosmans et al., 
2019) (Lei Xiao, Huaikou, Weiwei Zhuang, 2017) (Vasanthapriyan et al., 
2017) (Chuaychoo and Kansomkeat, 2017) (Sinaga, 2017) (Khanna et al., 
2019a)(Rahmani et al., 2020) 
10 
3 Membangun SUT dari 
open source  
(Huang et al., 2020a) (H. Wang et al., 2020) (Eldrandaly et al., 2020) 
(Mohd-Shafie et al., 2020) (Li et al., 2020) (Rahmani et al., 2021) (Butool 
et al., 2019) (Hettiarachchi and Do, 2019) (Pradhan et al., 2019) (Yadav 
and Dutta, 2020) (Someoliayi et al., 2019) (Tran et al., 2020) (Azizi and 
Do, 2018a) (Azizi and Do, 2018b) (Hilton et al., 2018) (Chen et al., 2018) 
(Marcozzi et al., 2017) (Akour et al., 2018) (Öztürk, 2017) (Arrieta et al., 
2018) (Singh and Srivastava, 2018) (Andrianto et al., 2018) 
22 
4 Repositori Siemens / SIR 
repository  
(R. Wang et al., 2020) (Su et al., 2020) (Mondal and Nasre, 2021) 
(Pachariya, 2020) (Huang et al., 2020b) (Ba-quttayyan et al., 2019) 
(Özener and Sözer, 2020) (Rahmani et al., 2021) (Khatibsyarbini et al., 
2019) (Shrivathsan et al., 2019) (Silva et al., 2019) (Di Nucci et al., 2020) 
(Miranda et al., 2018) (Lin et al., 2018) (Choudhary et al., 2018) 
(Khatibsyarbini et al., 2017) (Fu et al., 2018) (Bertolino et al., 2017)  
(Wongwuttiwat and Lawanna, 2018) 
19 
5 Repositori Defect4J (Mahdieh et al., 2020) (Venugopal et al., 2020) (Chi et al., 2020) (Ba-
quttayyan et al., 2019) (Rahmani et al., 2021) (Wang et al., 2018) (Abdur 
et al., 2018) (Shin et al., 2019)  
8 
6  Lain-lain  (Jahan et al., 2020) (Al-Sabbagh et al., 2020) (Sun et al., 2020) (Awasthi 
et al., 2020) (Taneja et al., 2020) (Halim et al., 2019) (Zhang et al., 2019) 
(Khanna et al., 2019b) (Ji et al., 2019) (Vescan et al., 2017) (Nayak et al., 
2017) (Lun et al., 2017) (Ali et al., 2017) 
13 
SUT dari Open Source 
Untuk menjawab RQ2 (Bagaimana karakteristik 
open source untuk SUT yang digunakan para 
peneliti software testing), hasil identifikasi 
menunjukkan beberapa informasi penting. 
Github merupakan sumber open-source yang 
dimanfaatkan para peneliti untuk membangun 
SUT. Secara umum peneliti melakukan penanaman 
fault pada software, dengan skenario sesuai tujuan 
penelitian. Selanjutnya dibuat serangkaian test-
case (test suite) yang disiapkan untuk “menjaring” 
fault yang telah ditanam. Dalam beberapa SUT, 
para peneliti menggunakan sistem versioning untuk 
memperoleh beragam SUT dari suatu program. 
Setiap versi SUT biasanya dibedakan dengan 
jumlah dan variasi fault. Dengan demikian jumlah 
test case pun berbeda untuk setiap versi.  Tabel 4 
memperlihatkan artikel yang menggunakan open 
source sebagai SUT.  
 
Tabel 4. Daftar Penelitian Menggunakan Open 
Source sebagai SUT 
Artikel  Deskripsi Open Source 
(Azizi and 
Do, 2018a) 
Aplikasi Open-Source e-commerce 
berbasis website bernama 
nopCommerce 
(Chen et al., 
2018) 
Sistem Open-Source Apache HBase 
(Arrieta et al., 
2018) 
Sistem Open Source untuk 
mengontrol DC Engine 
(Huang et al., 
2020a) 
5 versi dari 5 program Open-Source 
GNU FTP Server 
(H. Wang et 
al., 2020) 
8 aplikasi BPEL (Business Process 
Execution Language): Travel, 
ATM, GymLocker, Marketplace, 
Auction, Risk, Assestment, Loan 
(Eldrandaly et 
al., 2020) 
Aplikasi Fee Report dengan bahasa 
Java 
 
JTT (Jurnal Teknologi Terapan) | Volume 7, Nomor 2, September 2021                                    p-ISSN 2477-3506 
                                                                                                                                                      e-ISSN 2549-1938   
165 
(Mohd-Shafie 
et al., 2020) 
Tiga aplikasi Open Source: Online 
Jewellery Shopping, Car Rental 
System, dan Blood Bank 
Management System 
(Li et al., 
2020) 
12 aplikasi open source dari eclipse 
community: jdt core, jdt debug, jdt 
ui, pde ui, platform debug, platform 
resources, platform runtime, 
platform team, platform text, 
platform ua, dan platform ui, dan 
equinox framework. Serta 
menggunakan 6 aplikasi open 
source dar apache community: 
Apache OOZIE, Apache ratis, 
Apache Streams, Beam, Apache 
Hadoop, dan Apache HBase 
(Rahmani et 
al., 2021) 
Aplikasi Open Source OpenMRS, 
NumbertoWord, dan Palindrom 
(Butool et al., 
2019) 
Aplikasi Open-Source ATM, 





Aplikasi iTrust versi 0, 1, 2, dan 3 
(Pradhan et 
al., 2019) 
Dua versi produk VCS dari Cisco, 
serta aplikasi Paint Control dan 
IOF/ROL dari ABB Robotic 
(Yadav and 
Dutta, 2020) 
Aplikasi Open-Source ATM 
(Someoliayi 
et al., 2019) 
Aplikasi Apache Commons Math 
dan Apache Commons Lang 
(Tran et al., 
2020) 
Aplikasi Open Source BugZilla, 
Launchpad, Mantis, dan Debian 
(Azizi and 
Do, 2018b) 
Aplikasi Open Source 
nopCommerce, Umbraco-CMS, 
jmeter, jtopas 
(Hilton et al., 
2018) 
47 Proyek Open-Source yang 
dibangun dengan Bahasa Java, 
Python, Elixer, Scala, Golang, 
Node.js, dan DotNet 
(Marcozzi et 
al., 2017) 
14 Aplikasi Open Source 
menggunakan Bahasa C: 7 dari 
program Siemens, 4 dari 
cryptographic OpenSSL toolkit, 1 
GNU Zip Compression Program, 1 
aplikasi Sjeng Chess, dan SQLite 
relational database management 
system 
(Akour et al., 
2018) 
Aplikasi Open-Source Cinema 
(Öztürk, 
2017) 
5 aplikasi open source: Data-
structures-csharp, Epicylce.math, 











Software infrastructure repository (SIR) dan 
Defect4J merupakan database SUT yang bersifat 
open source. Keduanya merupakan repositori SUT 
yang sangat populer. Dapat dilihat dari 84 artikel 
terpilih, 27 di antaranya menggunakan SIR, atau 
sekitar 32% sebagai SUT.  
Hingga saat ini SIR menjadi repositori SUT yang 
paling banyak digunakan.  Sejumlah SUT pada SIR 
telah tersedia secara lengkap dan banyak diminati 
para peneliti khususnya untuk program berbahasa C. 
Dari hasil identifikasi SUT pada tabel 3, dapat 
dilihat jumlah penelitian yang memanfaatkan 
program-program pada SIR cukup tinggi. Informasi 
mengenai SUT pada SIR dikupas cukup detail pada 
studi sebelumnya (Min et al., 2021). Tabel 5 adalah  
beberapa SUT berbahasa C pada  SIR.  
 




printtokens lexical analyzers 
printtokens2 lexical analyzers 
replace pattern replace 
schedule priority scheduler 
schedule2 priority scheduler 
tcas altitude separation 
totinfo information measure 
space Array Definition Language (ADL) 
interpreter 
bash shell script interpreter 
flex pattern matching 
grep pattern matching 
gzip file compressor/expander 
make makefile commands executor 
sed stream editor for filtering and 
transforming text 
vim text editor 
 
Pengkategorian objek SUT SIR sebelumnya pernah 
dilakukan oleh Khatibsyahbini (2018), yang secara 
tersirat menyebutkan SUT SIR dalam bahasa C 
dibagi menjadi tiga yaitu Siemens, Space, dan TSL 
(Khatibsyarbini et al., 2018). Nama “TSL” 
digunakan karena objek memerlukan tools TSL 
untuk dieksekusi. Program yang dimaksudkan 
adalah flex, grep, gzip, dan make. Namun, nama 
Unix Utilities lebih tepat karena objek SUT tersebut 
adalah command unix utilities dan diambil dari situs 
GNU oleh SIR (“SIR Repository,” n.d.).  Organisasi 
objek-objek SUT pada SIR dibedakan menjadi 
organisasi objek “lama” (untuk program Siemens 
dan Space) dan organisasi objek “baru” (selain 
Siemens dan Space). Lebih detail mengenai SUT 
pada SIR dapat dilihat pada Tabel 6. 
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printtokens Seeded 1 726 4130 7 18 122 
printtokens2 Seeded 1 570 4115 10 19 95 
replace Seeded 1 564 5542 32 21 203 
schedule Seeded 1 412 2650 9 18 50 
schedule2 Seeded 1 374 2710 10 16 55 
tcas Seeded 1 173 1608 41 9 24 
totinfo Seeded 1 565 1052 23 7 33 
space Real 1 6199 13585 38 136 1454 
bash Seeded 7 59846 1061 32 1061 79 
flex Seeded 6 10459 570 81 162 14 
grep Seeded 6 10068 809 57 146 13 
gzip Seeded 6 5680 217 59 104 18 
make Seeded 5 35545 1043 35 268 261 
sed Real, 
Seeded 
8 14427 370 32 255 10 
vim Seeded 8 122169 975 22 1999 163 
Seeded: jenis fault yang sengaja dibuat; real: jenis fault sesungguhnya 
 
Di samping SIR, SUT repositori yang bersifat 
open source lainnya adalah Defet4J. Repositori 
Defect4J berisi sejumlah SUT dalam Bahasa Java, 
terlihat dari namanya Defect4J yang berarti Defect 
for Java. Dari 86 artikel pada Tabel 3, terdapat 8 
peneliti yang menggunakan SUT dari Defect4J.  
Defects4J merupakan database yang 
menyediakan bugs yang berasal dari proyek-proyek 
open source berbahasa Java. Selain itu, Defects4J 
juga menyediakan infrastruktur pembantu untuk 
menggunakan bugs-bugs tersebut sehingga dapat 
digunakan untuk eksperimen. 
Sebagai contoh, berdasarkan studi (Gay and Just, 
2020), Defects4J telah digunakan untuk 
mengevaluasi formatted test generation, program 
repair otomatis, dan fault localization research. 
Pada versi Defects4J saat ini, yaitu versi 2.0.0 
(Defect4J, n.d.), terdapat total 835 bugs yang berasal 
dari 17 proyek open source dengan bahasa Java. 
Tabel 7 adalah karakteristik dari proyek open source 
yang digunakan oleh Defects4J.  
 
Tabel 7. Karakteristik Proyek pada Defects4J 
No Identifier Nama Proyek   Jumlah Bug ID bug Bug tidak 
digunakan 
1 Chart jfreechart 26 1 - 26 None 
2 Cli commons-cli 39 1 - 5, 7 - 40 6 
3 Closure closure-compiler 174 1 - 62, 64 - 92, 
94 - 176 
63, 93 
4 Codec commons-codec 18 1 - 18 None 
5 Collections commons-collection 4 25 - 28 1 – 24 
6 Compress commons-compress 47 1 - 47 None 
7 Csv commons-csv 16 1 - 16 None 
8 Gson gson 18 1 - 18 None 
9 JacksonCore jackson-core 26 1 - 26 None 
10 JacksonDataBind jackson-databind 112 1 - 112 None 
11 JacksonXml jackson-dataformat-xml 6 1 - 6 None 
12 Jsoup jsoup 93 1 - 93 None 
13 JxPath commons-jxpath 22 1 - 22 None 
14 Lang commons-lang 64 1, 3 - 65 2 
15 Math commons-math 106 1 - 106 None 
16 Mockito mockito 38 1 - 38 None 
17 Time joda-time 26 1 - 20, 22 - 27 21 
 
JTT (Jurnal Teknologi Terapan) | Volume 7, Nomor 2, September 2021                                    p-ISSN 2477-3506 
                                                                                                                                                      e-ISSN 2549-1938   
167 
Setiap bug pada Defects4J memiliki karak-
teristik berikut (Gay and Just, 2020): 
1. meliputi versi source code yang buggy dan versi 
source code yang fixed. Versi source code yang 
fixed merupakan suatu source code yang telah di-
fix dari suatu issue yang ditemukan oleh project’s 
issue tracker. Perubahan yang dilakukan oleh 
versi fixed ini hanya dilakukan terhadap source 
code, bukan terhadap artefak dari proyek seperti 
config atau build files. 
2. merupakan reproducible: pada versi source code 
yang fixed, semua test akan berjalan dengan 
sukses, sedangkan pada versi buggy, akan 
terdapat salah satu test yang gagal untuk 
mengekspos bug-nya. 
3. setiap bug diisolasi: perbedaan antara versi 
source code yang fixed dan buggy dibuat 
seminimal mungkin, dan semuanya terkait 
dengan bug yang bersangkutan. Dengan kata 
lain, perbedaan antara versi fixed dan versi buggy 
terbebaskan dari perubahan code yang tidak 
terkait dengan bug yang bersangkutan, seperti 
refactoring atau penambahan fitur. 
 
Untuk setiap bug, Defects4J menyediakan 
artefak dan metadata berikut: 
1. Sepasang versi source code - versi buggy dan 
versi fixed 
2. Sekumpulan class dan source code yang 
termodifikasi oleh patch yang digunakan untuk 
membenarkan bug yang ada. 
3. Sekumpulan developer-written tests yang dapat 
mengekspos bug - disebut dengan “trigger tests” 
4. Sebuah stacktrace untuk setiap trigger tests, 
ketika test tersebut dieksekusi di versi buggy 
5. Sekumpulan class yang di-load oleh classloader 
selama trigger tests dieksekusi. 






SUT sangat penting dalam proses penelitian 
software testing. Untuk hal tersebut kajian mengenai 
SUT sangat bermanfaat. Dari 84 artikel yang dikaji, 
terlihat penggunaan beberapa SUT cukup tinggi.  
Beberapa SUT dibangun dari software yang tersebar 
pada platform Github sebagai open source. Untuk 
pemanfaatan SUT dari repositori, SIR dan Defect4J 
merupakan repositori SUT yang paling banyak 




Batasan SLR  
Salah satu aspek penting pada penelitian berupa 
SLR adalah adanya keterbatasan tertentu. Dalam hal 
ini, kemungkinan proses pencarian artikel yang 
kurang sempurna, sehingga sumber artikel yang 
menjadi dasar studi memiliki keterbatasan. Hal ini 
mengingat ranah software testing begitu luas.  
Berbagai keyword yang telah digunakan, sangat 
mungkin belum sepenuhnya dapat “menjaring” 
seluruh artikel dari sumber-sumber yang semestinya 
dapat dijaring.  
 
Saran-saran  
SLR mengenai SUT dapat dieksplorasi lebih 
jauh, dengan meningkatkan kuantitas maupun 
kualitas artikel. Di samping itu, parameter dapat 
lebih diperkaya, dengan menentukan variable 
khusus sesuai tujuan SLR. Misalnya, apakah pada 
setiap jenis teknik testing, digunakan SUT yang 
memiliki karakteristik  khusus.  
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