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3.1 Pomeni konstant napak pri razčlenjevalniku glave ELF . . . . . . 32
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CAN Controller Area Network - področno omrežje krmilnikov
JTAG Joint Test Action Group - točkovno testna dejavna skupina
PI Proportional Integral - proporcionalno integralna
BLDC Brushless Direct Current - brez krtačni enosmerni tok
USB Universal Serial Bus - univerzalno serijsko vodilo
IDE Integrated Development Environment - integrirano okolje za razvoj
DIE Debugging Information Entry - vhodna informacija za razhroščevanje
COFF Common Object File Format - običajen format objektnih datotek
ELF Executable And Linkable Format - izvšilno povezovalni format
GCC GNU Compiler Collection - Zbirka prevajalnikov GNU
SM System Monitor - sistemski osveževalnik
PE Portable Executable - prenosno izvršilni
PEF Preferred Executable Format - izbran izvršilni format
OMF Object Module Format - format objektni modul
XCOFF eXtented Common Object File Format - razširjen običajen format
objektnih datotek
ECOFF Extented Common Object File Format - razširjen običajen format
objektnih datotek





V pričujočem delu se ukvarjamo z razvojem razčlenjevalnika objektnih
datotek formata ELF. Namen razčlenjevalnika je pridobiti informacije za raz-
hroščevanje iz objektne datoteke. Zahtevani simboli so globalne spremenljivke,
strukture in polja. V prvem delu dela predstavljamo objektno datoteko ELF in
njene odseke iz katerih pridobivamo tovrstne informacije. Kasneje se podamo
v opis algoritma, ki je razvit za direktno integracijo v že obstoječi program
System Monitor za spremljanje vrednosti simbolov v realnem času. Zaradi te
predpostavke, opisujemo tudi potrebne prilagoditve algoritma in problem pri
integraciji.





The thesis describe an ELF object parser. It parses out the ELF object sec-
tions with debugging information, i.e., global variables, structures and arrays.
The ELF file format description is given in the introducing part of the thesis.
The sections of our interest, that is the ones containing the debugging informa-
tion, are pointed out. Procedures for extraction of the required symbols follow.
The proposed algorithms were implemented and customized for integration into
an existing software tool for real time symbol monitoring. The problems that
occurred during the integration of the developed procedures are also discussed.





Podjetje, v katerem je nastalo diplomsko delo, razvija krmilnike za različne tipe
elektromotorjev. V splošnem imajo krmilniki na vhodu priključeno krmilno na-
pravo, ki diktira pozicijo ali hitrost vrtenja motorja (slika 1.1). Med vhodne
signale štejemo tudi signale za razpoznavanje položaja rotorja. Izhodi krmilnika
so pa seveda močnostne povezave na motor. Na sliki 1.1 vidimo primer krmilje-
nja motorja tipa BLDC. V orisani aplikaciji vidimo, da krmilnik uporablja vodilo
CAN za komunikacijo s krmilno napravo. Za razpoznavanje položaja rotorja pa
tri halova tipala zamaknjena za 120◦. S tem opisom smo krmilnik obravnavali
kot črno škatlo z vhodi in izhodi. Če pogledamo v drobovje krmilnika ugotovimo,
da strojna oprema (angl. hardware) obsega logično in močnostno vezje. Na
logičnem vezju lahko lociramo dva mikroprocesorja in pripadajočo elektroniko.
Večji mikroprocesor opravlja vse v povezavi s krmiljenjem motorja in komunika-
cijo z zunanjim svetom. V nadaljevanju ga bomo imenovali glavni regulacijski
mikroprocesor. Dodaten manǰsi mikroprocesor pa le preračunava regulacijo, da
se v glavnem regulacijskem procesorju primerjajo izračuni obeh procesorjev in
zagotovi določeno stopnjo varnosti. V nadaljevanju ga imenujemo mikroprocesor
za varnost. Močnostno vezje sestavlja mostič za krmiljenje faz elektro motorja.
Najdemo tudi sklop, ki skrbi za merjenje toka v fazah.
Pri testiranju in razvoju programske opreme (angl. software) oziroma regula-
cije je ključno, da lahko razvijalec spremlja interne parametre PI regulatorja, ter
druge parametre vzporedno z izvajanjem programa (regulacije) in vrtenjem mo-
torja. Drugače rečeno, spremljanje parametrov mora biti realnočasno. Šele tedaj
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Slika 1.1: Primer testiranja krmilnika v času razvoja
lahko učinkovito odpravljamo napake in optimiziramo regulacijo. Prva omeji-
tev razhroščevalnikov, ki jih ponujajo IDE okolja je, da običajno omogočajo le
razhroščevanje po vrsticah izvorne kode (angl. source level debugging). S tem
načinom težko testiramo delovanje regulacije saj se mora izvajani program usta-
viti, da nam osveži parametre. Druga omejitev je, da mora biti vmesnik (JTAG)
za razhroščevanje v neposredni bližini logične plošče, kar je sprejemljivo le pri
razvoju. Krmilniki nameščeni v vozilih in plovilih so težje dostopni, zato je tak
pristop neučinkovit za ugotavljanje napak na terenu. Zaradi naštetih razlogov
je podjetje razvilo svoj sistem za spremljanje ali razhroščevanje v realnem času.
Uporabnǐski vmesnik ali program imenovan System Monitor je gnan na osebnem
računalniku in se preko USB - CAN vmesnika povezuje na krmilnik. Problem
s povezovanjem je torej rešen z vodilom CAN, ki je robustno in omogoča ko-
munikacijo na večji razdalji. Seveda, da sistem deluje mora tudi krmilnik oz.
logična plošča vsebovati določeno programsko opremo (angl. firmware), ki služi
kot strežnik, ki vzorči in pošilja podatke na osebni računalnik. Vhodna datoteka
v System Monitor (slika 1.2) je izvršilna datoteka (angl. executable file), s ka-
tere program izvleče informacije o simbolih (spremenljivke, registri itd.), ter jih
tako doda v seznam simbolov (na sliki “Global symbols”). Uporabnǐski vmesnik
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omogoča enkratno branje ali pisanje simbolov. Periodično lahko beremo maksi-
malno dvanajst simbolov z nastavljivim vzorčenjem do najmanj ene milisekunde.
Do tri periodične simbole lahko izrisujemo na grafu. Program lahko tudi shra-
Slika 1.2: Uporabnǐski vmesnik System Monitor pred integraciji novega algoritma
njuje posamezne vzorce v tekstovno datoteko za kasneǰso analizo. Da bi upravičili
razvoj sistema, imamo pred sabo primer uglaševanja pozicijske regulacije (slika
1.3). Na graf s pomočjo periodičnega vzorčenja izrisujemo želeno pozicijo (zelena
sled), ki jo določa krmilna naprava. Vijolična sled predstavlja dejansko pozicijo,
medtem kot rumena sled predstavlja absolutno (brez predznaka) hitrost motorja.
Pri nenadni spremembi želene pozicije, lahko vidimo odziv motorja, ter korekcije,
ko se dejanska pozicija rotorja približuje želeni.
Razhroščevalnik je uporaben tudi za branje registrov periferije, ter direktno
nastavljanje le teh med izvajanjem. Problem, zaradi katerega je nastalo to di-
8 Uvod
Slika 1.3: Odzivi prametrov glede na želeno pozicijo iz kontrolne naprave
plomsko delo se je skrival v tem, da je bil takratni System Monitor zmožen uvo-
ziti izvršilno datoteko le glavnega regulacijskega mikroprocesorja podjetja Texas
Instruments in tako pridobiti informacije o simbolih. Natančneje, sposoben je
uvoziti zvršilno datoteko COFF. Dodatni mikroprocesor, ki je dodan zaradi var-
nosti, je produkt podjetja Microchip. Microchipov prevajalnik v okolju za razvoj
programske opreme, uporablja drugačen format izvršilne datoteke in sicer format
ELF. Zato je bilo potrebno del programske opreme System Monitorja razširiti.
Ostali del sistema za realnočasno spremljanje se je na podjetju že predhodno pri-
redil mikrokrmilniku za varnost. Načeloma ko System Monitor zagotovi simbole
lahko po CAN vodilu pošilja ukaze na krmilnik. Programska oprema krmilnika
najprej ugotovi kateremu mikrokrmilniku so ukazi namenjeni. Nato strežnik na
mikrokrmilniku vzorči simbole (spremenljivke, registri itd). Z drugimi besedami
je strežnik knjižnica, ki z različnimi dolžinami kazalcev bere in pǐse po pomnilniku
mikrokrmilnika. Nato se podatki pošljejo nazaj na CAN vodilo do SM.
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Torej naloga je bila jasna. V celotnem sistemu za realnočasno spremljanje je
bilo potrebno razviti le vhodni del SM za uvažanje nove izvorne datoteke. Po-
trebno je bilo napisati algoritme, ki bodo znali prebrati informacije o simbolih.
Med simbole spadajo vsi registri, globalne in statične spremenljivke, strukture in
polja. Te informacije je bilo potrebno ustrezno zapakirati v format, ki ga že ob-
stoječi program razume. Tako lahko SM izbira med dvema vhodnima formatoma,
razvrsti simbole v okno “Global symbols”, ter opravlja svoje delo.
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2 Teoretično ozadje
V tem poglavju opisujemo določena teoretična znanja, ki so potrebna za kasneǰse
razumevanje praktičnega dela. Pri opisu objektne datoteke ELF izpostavimo
odseka, ki se zadevata algoritma v praktičnem delu. Iz istega razloga bomo odsek
formata DWARF, ki nosi informacije o spremenljivkah, bolj podrobno predstavili.
2.1 Procesi pri generiranju izvršilne datoteke
Najprej bomo posamezno opisali štiri ključne segmente prevajalnika. Dodatno
bomo opisali še nalagalnik, ki ni del prevajalnika, vendar ga je potrebno poznati za
razumevanje objektne datoteke v naslednjem poglavju. Za tem bomo opis razširili
na običajen primer prevajanja programa. Za lažjo predstavo prilagamo sliko 2.1.
V nadaljevanju bo beseda “prevajalnik” uporabljena za ponazoritev celotnega
sklopa prevajanja z vsemi koraki. Medtem kot bo beseda “korak prevajanja”
uporabljena samo za proces imenovan prevajalnik.
Prevajanje v jeziku C se v grobem izvede v štirih korakih.
Predprocesor: Glavna vloga tega procesa je, da izvorno datoteko (angl. so-
urce file) s končnico .c tekstovno preuredi na podlagi direktiv za predprocesor.
To so ukazi z začetnim simbolom #. Eden pogosteǰsih ukazov je #include, kar
za predprocesor pomeni, da bo v izvorno datoteko dodal vse prototipe funkcij
iz vključene datoteke. Tako bo lahko prevajalnik v naslednjem koraku prevaja-
nja preveril ali smo funkcije pravilno klicali. Zelo pogosto uporabljen ukaz za
kreiranje konstant in makrojev je #define. Predprocesor bo vsa imena konstant
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zamenjal s števili, ter razširil vse makroje. Odstranjevanje komentarjev je tudi
ena od lastnosti tega procesa. Preurejena datoteka ima še vedno končnico .c.
Prevajalnik: V tem koraku prevajanja kode prevajalnik razčlenjuje (angl.
parsing) kodo, ter opravlja veliko optimizacij. Za tem generira zbirnǐsko kodo
za izbran tip procesorja. Za funkcije, ki so klicane iz drugih izvornih datotek,
se prevajalnik ne zmeni. Nalogo prepušča povezovalniku. Izhodna datoteka tega
procesa ima končnico .s.
Zbirnik: Zbirnik (angl. assembler) vzame datoteko tipa .s, ter zbirnǐske
ukaze prevaja v strojno kodo. Izhodna datoteka se imenuje objektna datoteka
(angl. object file), ki poleg strojne kode vsebuje še veliko drugih odsekov (angl.
sections). Datoteka je povezljivega (angl. linkable) tipa. Končnica datoteke je
.o.
Povezovalnik: V koraku povezovanja se vse povezljive objektne datoteke
združi v eno izvršilno (angl. executable) objektno datoteko. Naloga povezoval-
nika (angl. linker) je, da razreši vse neznane sklice funkcij in ostalih simbolov
posameznih povezljivih objektnih datotek. Nato določi lokacije v izvršilni dato-
teki za celoten program.
Nalagalnik: Nalagalnik (angl. loader) je del operacijskega sistema, ki skrbi,
da se izvršilne datoteke pravilno naložijo v pomnilnik ter zaženejo. Najprej se
izračuna velikost programa (inštrukcije in podatki), nato se rezervira blok polnil-
nika ter inicializira določene registre za zagon programa.
Izvršilna datoteka je v binarnem formatu, končnice pa se spreminjajo glede na
format objektne datoteke. Ena izmed možnih končnic objektne datoteke formata
PE/COFF je .exe. Poznamo jo na operacijskem sistemu Windows. Na Unix
operacijskih sistemih, ki uporabljajo objektno datoteko ELF, je ena od možnih
končnic .elf.
Na sliki 2.1 je prikazan enostaven primer prevajanja programa. Poleg glavne
(angl. main) izvorne datoteke je vključena še knjižnica za časovnik (angl. timer).
Ne glede koliko izvornih datotek vključimo v naš program, prevajalnik najprej vse
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Slika 2.1: Procesi pri prevajanju izvornih datotek ter zaganjanje
datoteke prevede v povezljive objektne datoteke, ter jih nato poveže v izvršilno
datoteko. Če bi želeli imeti vpogled v datoteke, ki nastajajo med koraki, bi morali
to zahtevati od prevajalnika, vendar za enkrat toliko. Vsebina je bila povzeta po
virih[1], [2] in [3].
2.2 Objektna datoteka formata ELF
V začetku podajamo nekaj splošnih informacij o objektnih datotekah, ter se nato
posvetimo specifičnemu formatu ELF in izbranim odsekom.
Objektne datoteke se generirajo med prevajanjem, ter kompaktno hranijo
program in informacije za povezovalnike in nalagalnike. Datoteke poleg izvršilne
kode vsebujejo, informacije za razhroščevanje, reference za povezovanje z drugimi
objektnimi datotekami, informacije za dinamično povezovanje, različne komen-
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tarje prevajalnika itd. Nekateri deli so naloženi v pomnilnik pri zagonu programa,
nekateri služijo le za povezovanje datoteke ter nalaganje datoteke, nekateri pa za
razhroščevanje [3].
Na splošno poznamo veliko formatov objektnih datotek. To so ELF, COFF,
Mach-O, PEF, OMF itd. Stareǰsa COFF datoteka je bila razvita za uporabo na
Unix operacijskih sistemih. Zaradi raznih omejitev, med drugimi tudi zaradi ome-
jitev pri zmožnostih za razhroščevanje so nastale izpeljanke XCOFF in ECOFF.
Po uveljavitvi datoteke ELF, ki je naslednica COFF datoteke, se je COFF še
vedno uporabljal tudi na Microsoft Windows operacijskih sistemih, ter tudi na
vgrajenih sistemih (angl. embedded systems) [5]. Objektna datoteka ELF se
zaradi izbolǰsav in svoje prilagodljivosti uporablja na velikem številu sistemov,
kljub primarni namembi za Unix operacijske sisteme. Poleg operacijskih sistemov
Linux, Solaris IRIX itd. se uporablja za igralne konzole, mobilne telefone ter mi-
kroprocesorske arhitekture (TI MSP430, Atmel AVR, Microchip dsPIC itd.). [4]
Poznamo tri vrste objektnih datotek ELF. To so povezljive, izvršilne in deljive
(angl. shared).
Povezljive so tiste, ki nam jih pri prevajanju da zbirnik na svojem izhodu
(slika 2.1). Te datoteke so namenjene povezovanju, zato vsebujejo reference na
funkcije in spremenljivke iz drugih datotek. Namenjene so za ustvarjanje izvršilne
ali deljive datoteke.
Izvršilne datoteke dobimo tedaj, ko povezovalnik (slika 2.1) poveže vse po-
vezljive objektne datoteke in kreira izvršilno objektno datoteko. Datoteka je
primerna za nalaganje v pomnilnik in zagon.
Deljiva objektna datoteka se lahko povezuje na dva načina. Poveže se lahko z
ostalimi deljivimi ali povezljivimi datotekami v novo objektno datoteko. Povezuje
se lahko tudi dinamično v času pred zagonom programa z izvršilno datoteko, ki
vsebuje reference na deljivo datoteko [6, str. 7].
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2.2.1 Sestava datoteke
Vsaka datoteka ELF vedno vsebuje glavo ELF (angl. ELF header), ki nam podaja
osnovne informacije datoteke. Na primer ali je format 32 ali 64 biten, koliko
odsekov in segmentov vsebuje itd. Ker z objektnimi datotekami ELF izvajamo
povezovanje in tudi kasneje nalaganje programa, se njihova vsebina loči na dva
pogleda. En pogled je pogled povezovalnika, drugi pa pogled nalagalnika (slika
2.2).
Med povezovanjem objektnih datotek se povezovalnik orientira s tabelo glav
odsekov (angl. section header table). V tem odseku razbere katere odseke vsebuje
datoteka, kje se nahajajo, velikost itd. Za povezljive datoteke je ta odsek nujen,
medtem ko je tabela glav segmentov (angl. segment table header) opcijska. Med
povezovanjem povezovalnik uporablja razne odseke datoteke. Denimo .rel.text
odsek vsebuje informacije katere funkcije niso bile dosegljive znotraj obstoječe
objektne datoteke. Odsek .text vsebuje strojno kodo funkcij, odsek .data pa
podatke o spremenljivkah, vendar o posameznih odsekih kasneje.
Slika 2.2: Pogled povezovalnika in nalagalnika datoteke ELF
Za nalaganje izvršilnih datotek v pomnilnik in zagon, nalagalnik uporablja
tabelo glav segmentov, torej pogled nalagalnika. V tej tabeli nalagalnik prebere
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imena, začetne naslove in velikosti segmentov ter še druge informacije. Tabela
glav odsekov je običajno v izvršilnih datoteka tudi vedno prisotna, vendar po
standardu opcijska. Vsak segment vsebuje enega ali več odsekov. Na primer .text
segment združuje vse odseke z izvršilno kodo, .data segment združuje vse odseke
podatkov spremenljivk. Tako lahko nalagalnik z interpretiranjem in nalaganjem
segmentov ustvari procesno sliko (angl. process image) in zažene program [3][6,
sklop 1, str. 1-2].
2.2.1.1 Glava ELF
Glava ELF vsebuje splošne informacije datoteke. Vsak nalagalnik ali orodje, ki
bere objektno datoteko lahko ugotovi ali je datoteka dejansko v formatu ELF,
razred ali kapaciteto (32 ali 64 bitna), kodiranje podatkov,... Struktura glave
ELF je razvidna na sliki 2.3. V nadaljevanju predstavljamo kakšno informacijo
nosi posamezen član (angl. member) glave ELF.
Slika 2.3: Struktura glave ELF [6]
e ident: Član je deklariran kot polje in nosi več bajtov informacije. Tabela
2.1 prikazuje imena bajtov v polju in njihov pomen.
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e ident[EL MAG0-3]: Bajte imenujemo čarobna številka (angl. magic num-
ber). Z njimi identificiramo objektni format ELF, vrednosti so pa prikazane na
tabeli 2.2.
Ime Indeks v polju Pomen
EI MAG0 0 ID datoteke
EI MAG1 1 ID datoteke
EI MAG2 2 ID datoteke
EI MAG3 3 ID datoteke
EI CLASS 4 Razred datoteke
EI DATA 5 Podatkovni format
EI VERSION 6 Verzija datoteke
EI PAD 7 Začetek praznega polja
EI NIDENT 16 Velikost polja e ident[ ]
Tabela 2.1: Imena bajtov znotraj člana e ident [6]
Ime Vrednost Pozicija
ELFMAG0 0x7f e ident[EI MAG0]
ELFMAG1 ’E’ e ident[EI MAG1]
ELFMAG2 ’L’ e ident[EI MAG2]
ELFMAG3 ’F’ e ident[EI MAG3]
Tabela 2.2: Vrednosti čarobne številke za identifikacijo datoteke ELF [6]
e ident[L CLASS]: Poroča razred datoteke. Datoteka je lahko 32 ali 64 bitna.
e ident[EL DATA]: Podaja podatkovni format datoteke. Binarni zapis 32 ali
64 bitnega podatka lahko interpretiramo na način, da je LSB zapisan na najnižjem
ali na najvǐsjem naslovu podatka.
e ident[EL VERSION]: označuje verzijo glave ELF.
e ident[EL PAD]: Označuje začetek neizkorǐsčenega prostora v polju e ident[].
Trenutno imajo bajti vrednost nič in se jih pri interpretiranju izpušča.
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e type: Pove tip objektne datoteke. Najpogosteje je datoteka označena za
povezljivo, izvršilno ali deljeno.
e machine: Vrednost člana označuje tip arhitekture procesorja za katerega
je namenjena datoteka.
e version: Označuje verzijo datoteke. Originalna verzija formata se izraža z
številom ena, noveǰse izdaje pa z vǐsjimi števili.
e entry: Navidezen naslov na katerem sistem najprej prevzame nadzor in
začne izvajati proces.
e phoff: Ta član drži odmik (angl. address offset) kje se nahaja tabela glav
segmentov. Član primeru odsotnosti tabele vsebuje ničlo.
e shoff: Drži odmik (angl. address offset) kje se nahaja tabela glav odsekov.
Član v primeru odsotnosti tabele vsebuje ničlo.
e flags: Ta bajt nosi razne zastavice specifične za tip procesorja, ki so vezane
na datoteko.
e ehsize: Velikost glave ELF v bajtih.
e phentsize: Velikost, ki ga zaseda en član v tabeli glav segmentov. Vsi člani
imajo enako velikost.
e phnum: Število segmentov.
e shentsize: Velikost, ki ga zaseda en član v tabeli glav odsekov. Vsi člani
imajo enako velikost.
e shnum: Število odsekov.
e shstrndx: Vrednost predstavlja indeks v tabeli glav odsekov, ki kaže na
tabelo nizov imen odsekov (angl. section name string table).
Vsebina je bila povzeta po viru [6, sklop 1, str. 3-6].
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2.2.1.2 Odseki in posebni odseki
Odseki vsebujejo vso vsebino izvršilnih datotek razen vsebine glave ELF, tabele
glav odsekov in tabele glav segmentov. V tabeli glav odsekov so zbrane informa-
cije odsekov, natančneje imena, odmik, velikosti, tip itd. Odseki se ne prekrivajo
med sabo, so pa možni neizkorǐsčeni deli med odseki v datoteki.
Posebni odseki so v naprej rezervirani in jih ločimo z dodano piko pred imeni
(.data). Tako lahko že po imenu vemo, zakaj so bili uporabljeni in kakšne podatke
vsebujejo (podatki, nizi, strojna koda itd.). Tako lahko prevajalnik med delom
izbira med odseki, ki ustrezajo želeni aplikaciji. Format dovoljuje večkratno upo-
rabljanje istih imen odsekov. Predstavljamo le določene odseke, vrsto drugih si
lahko ogledate v viru [6. sklop 1, str. 14 - 15]
.init : Odsek .init vsebuje izvršilne inštrukcije, ki jih prevajalnik doda za
inicializacijo takoj ob zagonu programa. Sistem po inicializaciji kliče glavno (angl.
main) funkcijo.
.text : Ta odsek vsebuje strojno kodo programa. Običajno ima odsek dovo-
ljenje le za branje in izvajanje.
.bss : Drži neinicializirane globalne in statične spremenljivke, ki se jim pri
zagonu priredi vrednost nič. Za prirejanje ničelnih vrednosti program poskrbi
sam.
.data : Vsebuje inicializirane globalne in statične spremenljive. Odsek ima
običajno dovoljenje za pisanje in branje.
.debug : Odsek za hranjenje informacij za razhroščevanje. Za namene raz-
hroščevanja se je datoteka ELF razširila z standardom DWARF. Vedno ko preva-
jalniku naročimo, da vključi simbole za razhroščevanje, bo po standardu DWARF
dodal nove odseke. Na primer: .debug info, .debug abbrev, .debug str itd.
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2.2.1.3 Poseben odsek .symtab
Odsek imenovan tabela simbolov (angl. symbol table) vsebuje informacije vseh
identifikatorjev (angl. identifiers), ki smo jih uporabili v izvorni kodi. Identifi-
katorji so uporabnǐsko definirane spremenljivke, funkcije, strukture, unije itd. Z
drugimi besedami je ta tabela simbolov v pomoč prevajalniku pri iskanju ter pre-
naslavljanju identifikatorjev oziroma simbolov v objektih datotekah. Pri prevaja-
nju v koraku prevajanja (povezljiva datoteka), prevajalnik v tabelo dodaja sim-
bole, ter jo uporablja za sledljivost pri procesu. V koraku povezovanja (izvršilna
datoteka) je tabela simbolov uporabna za iskanje definicij in referenc med objek-
tnimi datotekami. Odsek se v izvršilnih datotekah lahko uporabi za pridobivanje
informacij identifikatorjev za razhroščevanje, če nam atributi oziroma člani simbo-
lov ponujajo dovolj informacij. Vsak simbol je opisan s sledečimi člani razvidnimi
na sliki 2.4. Povzeto iz [7] in [8].
Slika 2.4: Člani strukture simbola [6]
st name: Vrednost direktno ne predstavlja ime simbola, temveč indeks v
odseku .strtab. Odsek tabela nizov (angl. string table) vsebuje imena v ASCII
zapisu.
st value: Vrednost simbola je določena glede na tip simbola. Lahko pred-
stavlja absolutno vrednost, naslov itd. Če vzamemo za primer spremenljivko v
povezljivi datoteki, ki ni še povezana. Vrednost tega člana ne more predstavljati
naslova spremenljivke. Zato se član v povezljivi datoteki uporablja za drugačen
opis. Medtem ko se v izvršilni datoteki uporablja za naslov spremenljivke [6,
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sklop 1, str. 20].
st size: Velikost, ki jo simbol zaseda v bajtih. Član drži vrednost nič v
primeru ničelne ali neznane velikost.
st info: Deli informacije o tipu in vezanju (angl. binding) simbola.
⇒ Simbol je lahko brez tipa, objektnega in funkcijskega tipa, ter
drugih tipov. Objektni tip zaznamuje spremenljivke, polja itd. Funkcijski
tip opisuje funkcije ali druge dele izvršilne kode.
⇒ Simbol je lahko vezan kot globalen, lokalen, oslabljen (angl. weak)
itd. Lokalen simbol je pri povezovanju dostopen le obstoječi objektni dato-
teki. Globalen simbol je dostopen še ostalim datotekam. Tak simbol lahko
pripomore pri reševanju referenc v ostalih datotekah ali kakšnem drugemu
opravilu. Oslabljen simbol je podoben globalnemu vendar z manǰsimi prio-
ritetami.
st other: Trenutno postavljen na nič, ter brez pomena.
st shndx: Vsak simbol je definiran v povezavi z določenim odsekom. Ta
vrednost predstavlja indeks odseka. Lahko informira tudi o tem ali ima simbol
že absolutno vrednost in formo, značilno za izvršilno datoteko. Simbol je lahko
označen tudi kot nedefiniran. To je značilno za simbole v povezljivih datotekah,
ki so bili med prevajanjem nedosegljivi. Več najdete na spodnjem viru.
Odsek povzet po viru [6, sklop 1, str. 17 - 20].
2.3 Format DWARF
DWARF je format namenjen razhroščevalnikom in podpira razhroščevanje na
ravni izvorne kode (angl. source-level debugging). Bil je razvit vzporedno
s formatom ELF, vendar je kot format neodvisen, ter se ga lahko vključuje
tudi v ostale objektne datoteke. DWARF je standardiziran, tako prevajalniki
vključujejo odseke z informacijami za razhroščevanje v objektno datoteko. S tem
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razhroščevalniki povežejo izvajani program na procesorju z našo tekstovno izvorno
kodo. Format ni bil razvit v prid določenemu programskemu jeziku, prevajalniku
ali razhroščevalniku, temveč z idejo čim večje fleksibilnosti. Tako pokriva zahteve
za jezike C,C++ in Fortran. Fleksibilnost omogoča razširjanje tudi na ostale je-
zike. Format je od prve izdaje po letu 1992 doživel kar nekaj novih izdaj. Druga
izdaja je proti koncu devetdesetih postopoma izrinila uveljavljen format STABS
za razhroščevanje. Peta izdaja je trenutno najaktualneǰsa [9][11].
Format DWARF je zgrajen iz vrste odsekov. Od ostalih odsekov formata ELF
jih ločimo po predponi .debug . Glavni odsek, ki je jedro formata in uporablja
večino ostalih odsekov za svoj opis, je .debug info. V nadaljevanju se bomo osre-
dotočali na odsek .debug info, saj z razširjanjem le tega dobimo zadostno število
informacij za naš projekt. Opis in korelacija med odseki presega ta teoretični del,
zato jih le naštevamo. Poznamo: .debug arranges, .debug frame, .debug info,
.debug line, .debug loc, .debug macinfo, .debug pubnames, .debug pubtypes, .de-
bug ranges, .debug str. Več lahko najdete na [10, str.273-281].
2.3.1 Objekti DIE
DWARF opǐse program po nekakšni drevesni strukturi kjer vsako vozlǐsče (angl.
node) lahko vsebuje pod-vozlǐsča (angl. children). Vozlǐsča, na isti ravni pa ime-
nujemo so-vozlǐsča (angl. siblings). Vozlǐsča se sklicujejo med sabo in opisujejo
funkcije, spremenljivke, podatkovne tipe, strukture, polja itd. Koncept, ki ga
razložimo kasneje, vidimo na sliki 2.6.
Objekti DIE (angl. debugging information entry) torej predstavljajo vozlǐsča
drevesne strukture. Vsak objekt primarno vsebuje značko (angl. tag), ki pove
kaj objekt opisuje. Sekundarno ima atribute, ki podrobneje opǐsejo specifični
objekt. Vrednosti atributov lahko predstavljajo nize (npr. imena funkcij), cela
števila (npr. širina podatka), šestnajstǐska števila (npr. naslovi) ali reference
na ostale objekte oziroma vozlǐsča v drevesni strukturi. Prevajalnik v vsak tip
objekta uvrsti možne atribute za določen tip objekta, kar pa pomeni, da lahko
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objekti enakega tipa vsebujejo različno število atributov. Značke objektov v za-
pisu DWARF prepoznamo s predpono DW TAG, atribute pa z DW AT. DIE
objekte, ki opisujejo izvorne datoteke najdemo v odseku .debug info.
V tabeli 2.3 predstavljamo nekaj najpogosteje uporabljenih objektov in atribu-
tov iz naše prakse. Seznam vseh najpogosteje uporabljenih atributov za določen
objekt najdete [10, str.251-272].
Objekt Atributi Opis objekta Opis atributov
DW TAG base type DW AT name Opisuje osnovne tipe Ime tipa
DW AT encoding podatkov, ki jih poznajo Interpretacija tipa
DW AT byte size programski jeziki. Velikost v bajtih
DW TAG variable DW AT name Vstopni objekt pri opisu Ime objekta
DW AT decl file deklarirane spremenljivke. Datoteka dekl.
DW AT decl line Vsebuje sklic na naslednji Vrstica dekl.
DW AT type objekt za nadaljnji opis Opisuje tip
DW AT location tipa. Naslov sprem.
DW TAG pointer type DW AT byte size Objekt predstavlja kazalčni Širina naslova
DW AT type tip. Sklicuje se na naslednji Opisuje tip
objekt za nadaljnji opis.
DW TAG typedef DW AT name Objekt opisuje drugače Ime tipa
DW AT decl file imenovane tipe, ki so defi- Datoteka dekl.
DW AT decl line nirani iz že obstoječih tipov. Vrstica dekl.
DW AT type Opisuje tip
Tabela 2.3: Seznam pogostih objektov in atributov
2.3.1.1 Opis izvornih datotek, funkcij in spremenljivk
Ker običajno celoten program sestoji iz več vključenih izvornih datotek se dre-
vesna struktura gradi posamezno za vsako izvorno datoteko. Podobno kot pri
prevajanju, ko se najprej posamično prevedejo vse izvorne datoteke, ter nato
povežejo. Tako se drevesne strukture vseh izvornih datotek zberejo na enem
mestu, ločene z imenom datoteke. Te strukture so zbrane v odseku .debug info.
24 Teoretično ozadje
Na sliki 2.5 vidimo primer strukture DWARF trivialnega programa v program-
skem jeziku C. Vsaka struktura, ki opisuje izvorno datoteko se začne z objektom
DIE prevedena enota (angl. Compilation unit). To vrhovno vozlǐsče s svojimi
atributi opisuje ime in pot do izvorne datoteke, odmike v izvršilni datoteki kjer se
prevedene funkcije nahajajo, ime prevajalnika ki je generiral DWARF zapis, upo-
rabljen programski jezik itd. Sledi pod-vozlǐsče , ki nosi DIE objekt podprogram
(angl. subprogram). Ta opisuje edino funkcijo v izvorni datoteki hello.c.
Slika 2.5: Primer objektov DWARF za trivialen program [9]
Podaja ime funkcije, ime izvorne datoteke, ki si lasti funkcijo, vrstico v iz-
vorni datoteki kjer se podprogram začne, odmik funkcije v izvršilni datoteki,
podatek o tem ali je funkcija vidna v ostalih datotekah, tip povratnega (angl. re-
turn) parametra itd. Atribut, ki opisuje povratni parameter se sklicuje na objekt
osnovnega podatkovnega tipa (angl. base type), iz katerega razberemo, da je pa-
rameter predznačen in zaseda štiri bajte informacije. Na sliki 2.6 vidimo določena
vozlǐsča obarvana v modro, določena pa v belo. Modra vozlǐsča opisujejo primer
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na sliki 2.5, medtem ko bi se bela pojavila v primeru razširitve izvorne datoteke
hello.c. Datoteka bi morala pridobiti dve novi funkciji, z različnimi povratnimi
parametri. Povratni parameter funkcije calc1() bi moral biti predznačno celo
število (angl. signed integer). Tako bi se prevajalnik lahko skliceval na že ob-
stoječi objekt DIE osnovnega podatkovnega tipa. Funkcija calc2() pa bi morala
vrniti parameter s predznačnim znakovnim tipom (angl. signed char). Tako bi
bil prevajalnik primoran ustvarit nov objekt DIE osnovnega podatkovnega tipa.
Opis spremenljivk se vedno začne z objektom spremenljivka (angl. DIE va-
riable) in konča z objektom osnovnega podatkovnega tipa. Za opis enostavnih
deklaracij spremenljivk, npr. int var1 , ta dva objekta zadostujeta. V primeru
opisa gorljivih (angl. volatile) in le berljivih (angl. read only) spremenljivk bo
prevajalnik dodal potrebne objekte DIE.
Slika 2.6: Struktura programa na sliki 2.5 in primer razširitve
Ravno tako za opis kazalcev. Na sliki 2.7 vidimo primera DWARF zapisa.
Kot je razvidno so objekti na levem robu zapisa oštevilčeni z referenčno številko
(npr. <1>), da se lahko sklicujejo med sabo. Pri opisu enostavnega kazalca (slika
2.7a) objekt spremenljivka drži ime spremenljivke in sklic za nadaljnji opis tipa.
Atribut DW AT type drži referenčno številko naslednjega objekta. Sledi objekt
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(a) Primer: int *px (b) Primer: const char **argv
Slika 2.7: DWARF opis deklariranih spremenljivk [9]
kazalčnega tipa (angl. pointer type), ki se sklicuje na končni objekt osnovnega
podatkovnega tipa na referenčni številki “<3>”. Podobno poteka opis dvojnega
le berljivega kazalca z imenom argv (slika 2.7b). Vsebina je bila povzeta po
[9][10].
3 Praktičen del
Naloga je torej bila napisati algoritem, ki bo iz izvršilne datoteke ELF prido-
bil informacije registrov, globalnih in statičnih spremenljivk, struktur in polj.
Algoritem mora biti v celoti prilagojen za integracijo v obstoječo programsko
opremo System Monitorja. To pomeni, da mora nov algoritem na izhodu od-
dajati informacije simbolov v točno določenem objektu oz. formatu, ki ga jedro
SM lahko sprejme. Na sliki 3.1 lahko vidimo blokovno shemo programa SM po
opravljeni nalogi. Algoritem imenovan “Razčlenjevalnik ELF odsekov” je delo,
ki se predstavlja v tem poglavju. Pod-algoritmi obarvani v svetlo modro barvo
so v celoti na novo razviti. Pod-algoritem obarvan v svetlo oranžno barvo je pa
duplikat algoritma, ki se je v podjetju že uporabljal. Omenjeni pod-algoritem je
bilo potrebo integrirati in se mu prilagoditi na vhodu, njegov izhod je pa že pri-
lagojen jedru SM. Iz istega razloga je jedro SM obarvano v svetlo oranžno barvo,
saj je to že predhodno delo podjetja. Kot vidimo je vhodni format v algoritem
“Razčlenjevalnik ELF odsekov” tekstovni. Razširjanje odsekov izvršilne datoteke
v tekstovno datoteko opisujemo v nadaljevanju. Potek algoritma je razdeljen na
tri korake. V prvem koraku, ki ga opravlja pod-algoritem “Razčlenjevalnik ELF
glave” ugotavljamo ali je izvršilna datoteka v pravem formatu ELF. V primeru,
da se format ujema s pričakovanim, pod-algoritem omogoči izvajanje še osta-
lima pod-algoritmoma v modrem. To smo uprizorili s signalom “En”. V nasle-
dnjem koraku pod-algoritem “Razčlenjevalnik .strtab” priskrbi informacije o re-
gistrih in jih zaporedoma preda jedru SM. Nato v zadnjem koraku pod-algoritem
“Razčlenjevalnik .debug info” prebere potrebne DIE objekte tega odseka in jih za-
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pakira v vektorje prilagojene pod-algoritmu “Povezovalnik DIE objketov”. Ta kot
zadnji poǐsče in poveže vse DIE objekte posameznega simbola. Podobno, kot smo
prestavili v zgledu na sliki 2.7. Informacije vsakega simbola zapakira in preda
jedru SM. Vhodni format jedra SM bomo opisali med opisom razčlenjevalnika
tabele simbolov, medtem ko bomo vhodni format povezovalnika DIE objektov
opisali pri opisu razčlenjevalnika odseka DWARF.
Slika 3.1: Blokovna shema programa System Monitor
Preden začnemo z opisom posameznih pod-algoritmov, bi na tem mestu radi
predstavili še skupno lastnost vseh treh pod-algoritmov. Na blokovni shemi vi-
dimo tudi signale za napake. Ponovno smo se prilagodili jedru SM in uporabili že
znane konstante za napake. Torej vsi trije pod-algoritmi lahko zbirajo med istim
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naborom napak. Naštevamo konstante. SYMLOADER NO ERROR, SYMLOA-
DER ERR OPEN in SYMLOADER ERR FORMAT. Kot vidimo, iz imen kon-
stant ne moremo ločiti kateri pod-algoritem javlja napako. Dodatnih konstant pa
ni bilo dovoljeno deklarirati saj bi povzročili napako pri integraciji. Na voljo nam
je le vedenje, da prvi pod-algoritem, ki postavi napako, se ta ohrani vse do pre-
nosa napake na jedro SM. Ostale nadaljnje napake pa se ignorirajo. Za realizacijo
algoritma smo uporabili programski jezik C++, ker nudi uporabne razrede za delo
s tekstovnimi datotekami. Za hranjenje razčlenjenih podatkov nam C++ nudi
tako imenovane zabojnike (angl. containers). Med številnimi zabojniki imamo
na primer na izbiro razred “list”, ki je implementiran kot povezani seznam ali pa
razred “vector”, ki je zgrajen iz polj. Ti razredi so še posebej priročni, saj pri
dodajanju elementov v zabojnik sami skrbijo za dinamično alociranje pomnilnika.
Za razvoj smo uporabili brezplačno okolje CodeBlocks in prevajalnik GCC.
3.0.1 Razširjanje objektne datoteke
Kot smo v teoretičnem delu omenili, je objektna datoteka zapisana v binarnem
zapisu. Da zapis prevedemo v človeku bolj prijazno obliko uporabljamo določena
orodja za razširjanje objektnih datotek v ASCII zapis. Ta orodja običajno pri-
dejo v paketu z prevajalnikom. Microchipovo okolje za razvoj programske opreme
uporablja prevajalnik imenovan XC-16, ki pa je prenesen (angl. ported) in prila-
gojen GCC prevajalnik. Tako so nam bila ponujena že znana orodja za razširjanje
kot so “Objdump” in “Readelf”. Za naše potrebe je ustrezalo orodje “Readelf”.
Za zagon orodja in razširjanje smo uporabili rešitev, ki jo ponuja tudi Microchi-
povo okolje MPLAB imenovano korak po prevajanju (angl. post step operation).
Torej vsakič ko se prevede naša izvorna koda lahko okolje izvede še uporabnǐsko
določene operacije. Kot vidimo na sliki 3.2 smo s kljukico (angl. check box)
omogočili operacijo po prevajanju, ter v vrstico napisali ukaz za zagon orodja.
Za imenom orodja “xc16-readelf.exe” vidimo še serijo treh ukazov “-h -s -wi”. Z
značko “-h” orodje razširi glavo ELF datoteke, ki jo potrebujemo za preverjanje
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formata. Značka “-s” nam priskrbi odsek tabela simbolov (.symtab), katerega
bomo potrebovali za razčlenjevanje registrov. Značka “-wi” nam razširi odsek
.debug info, namenjen razčlenjevalniku .debug info. Za značkami vidimo pa še
pot to izvršilne datoteke.
Tako nam okolje razširi odseke izvršilne datoteke vsakič ko prevedemo projekt
in jih zaporedoma shrani v isto tekstovno datoteko, ki bo služila kot vhod pod-
algoritmom.
Slika 3.2: Zagon orodja “Readelf” z rešitvijo “korak po prevajanju“
Kot vidimo naš algoritem ǐsče po vrsticah tekstovne datoteke želene podatke
in jih iz ASCII zapisa, kolikor je možno kompaktno prenese v strukture. Izraz za
tak algoritem se imenuje razčlenjevalnik (angl. parser). Na kratko predstavljamo
še metode dveh razredov, katere smo uporabljali za razčlenjevanje.
fstream: Razred omogoča delo z datotekami. Odpiranje datotek, branje,
pisanje in tudi ustvarjanje novih. Z metodo .open smo odpirali datoteko. Metoda
.getline nam je pa služila za branje posamezne vrstice dokumenta.
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string: Razred sprejme niz, nad katerim lahko z raznimi metodami manipu-
lira. Najpogosteǰsa metoda, ki smo jo rabili je bila .find. Ta metoda nam ǐsče
želeni niz v vrstici. S to metodo si pomagamo najti želene podatke v vrstici.
3.0.2 Razčlenjevalnik glave ELF
Ta algoritem se izvede prvi, saj preverja ali smo uvozili tekstovno datoteko in ne
objektne ali kakšne druge datoteke. Preverja še format datoteke ELF, ki je bila
predhodno razširjena.
ELF Header:
Magic: 7f 45 4c 46 01 01 01 00 00 00 00 00 00 00 00 00
Class: ELF32
Data: 2’s complement, little endian
Version: 1 (current)
OS/ABI: UNIX - System V
ABI Version: 0
Type: EXEC (Executable file)
Slika 3.3: Prikaz pod-algoritma z diagramom stanj
Na sliki 3.3 vidimo diagram stanj tega trivialnega programa in del glave ELF
za hitreǰse razumevanje. V stanju “ZAČETEK” začnemo z branjem dokumenta
vrstico po vrstico. Branje je uprizorjeno s klicem metode get line(). V koli-
kor v vrstici ne najdemo niza “ELF header” ostajamo v istem stanju. Na sliki
uprizorjeno z “find = false”, posledično beremo naslednjo vrstico uprizorjeno z
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get line(). V naslednjem stanju se znajdemo ko je iskanje niza “ELF header” v
vrstici uspešno. To iskanje opravljamo z metodo .find. Tako algoritem napreduje
po stanjih. Z najdenim nizom“ELF header” se prepričamo, da smo pred odsekom
glava ELF. V “stanju 1” ǐsčemo in preverjamo vrednosti magične številke. Bajte
tega niza predstavlja tabela 2.1. Prvi štirje bajti morajo biti v skladu z tabelo
2.2. Z peto magično številko pa preverjamo ali je datoteka v 32 bitnem formatu.
Desetǐska vrednost tega bajta za 32 bitni format je ena, za 64 bitni pa dve. Kot
zadnje preverimo še tip objektne datoteke. Informacijo nam podaja član “Type”.
Datoteka mora biti izvršilna.
V primeru, da algoritem ne najde odseka, želenih članov ali da se vredno-
sti članov ne ujemajo z pričakovanimi, algoritem prej ali slej doseže dno doku-
menta (end of file) in javi napako. V nasprotnem primeru pa v stanju “KONEC”
omogoči signale “En” (slika 3.1) za ostala dva pod-algoritma. Sledi še pomen
posameznih konstant napak, ki jih pod-algoritem vrača (tabela 3.1).
Ime napake Pomen
SYMLOADER NO ERROR Format objektne datoteke je ustrezen
SYMLOADER ERR OPEN Vhodna datoteka ni tekstovna
SYMLOADER ERR FORMAT Format objektne datoteke je neustrezen
Tabela 3.1: Pomeni konstant napak pri razčlenjevalniku glave ELF
3.0.3 Razčlenjevalnik .symtab
Kot smo že omenili, je bila ena od zahtev algoritma, da priskrbi tudi informacije
registrov. Prvotna zamisel je bila, da bi informacije registrov vključili v odsek
.debug info, posledično bi imeli vse informacije na enem mestu in v istem formatu
za razčlenjevanje. Na žalost nismo našli načina, da bi nam prevajalnik ustregel.
Tako smo informacije registrov pridobili iz odseka tabela simbolov.
Ker je v tabeli poleg registrov opisanih še veliko drugih simbolov je bilo po-
trebno najti specifičen opis registrov, da jih lahko ločimo od ostalih simbolov.
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Pred nami je del odseka (slika 3.4), da obrazložimo kako smo filtrirali registre.
Po pregledu datoteke se je izkazalo, da so vsi registri opisani z enakimi atributi.
Obarvali smo jih v rdeče. Tip (angl. type) simbola je nedefiniran (NOTYPE).
Povezljivost (angl. bind) je nastavljena na globalno (GLOBAL). Atribut “Vis”
je nastavljen na prevzeto (DEFAULT). Atribut “Ndx” je nastavljen na absolu-
tno (ABS), kar nam pove, da se vrednost simbola ne bo več spreminjala. Z to
kombinacijo atributov smo popolnoma izvlekli registre in še nekaj nezaželenih
simbolov. Kot vidimo v spodnjem primeru ima enako kombinacijo atributov še
en simbol imenovan “ linked .ivt. Addr”.
Num: Value Size Type Bind Vis Ndx Name
2460: 0000113c 0 NOTYPE WEAK DEFAULT ABS _I2C_RX_FIFO_Read
2461: 0000143a 0 OBJECT WEAK DEFAULT 187 _komutacija
2462: 0000014c 0 NOTYPE GLOBAL DEFAULT ABS I2C1RCV
2463: 0000011c 0 NOTYPE GLOBAL DEFAULT ABS _PR5
2464: 00000001 0 NOTYPE GLOBAL DEFAULT ABS __linked_.ivt._Addr
2465: 00000e1c 0 NOTYPE GLOBAL DEFAULT ABS _CNPDBbits
2466: 00000b36 0 NOTYPE GLOBAL DEFAULT ABS _DMA3STAHbits
2467: 0000088a 0 NOTYPE GLOBAL DEFAULT ABS _IPC37
2468: 000001e0 0 NOTYPE GLOBAL DEFAULT ABS QEI1LECL
2469: 0000202c 58 FUNC WEAK DEFAULT 193 _LdtpServer_UserIfTx
Slika 3.4: Del odseka .symtab za prikaz filtriranja simbolov
Taki primerki so imeli pred imenom vedno dodatek dvojnih podčrtajev. Z
dodatnim pogojem smo se tudi teh rešili. Imena registrov vidimo obarvana v
modro. Določena imena imajo pred imenom dodatek “ ”, določena za imenom
dodatek “bits”, nekatera pa kombinacijo obeh. Po potrebi smo morali dodatke
odrezati. Atribut “Value” drži fizičen naslov registra v mikroprocesorju, atribut
“Size” je pa vedno nastavljen na nič. Razloga za to nismo ugotoviti, kakor tudi
ne kje se informacija o velikosti simbola skriva. Po pregledu podatkovnega lista
mikroprocesorja je bilo razvidno, da imajo vsi registri širino šestnajstih bitov,
zato smo vsem dodelili tako širino.
Slika 3.5 nam prikazuje blokovni prikaz tega pod-algoritma. Program bere
vrstico po vrstico odseka in v vrstici ǐsče niz “NOTYPE GLOBAL DEFAULT
ABS”. V kolikor atributi ustrezajo iskanim, v naslednjem pogoju preverjamo ali
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ima ime simbola dodatek dvojih podčrtajev pred imenom. V primeru, da jih
nima, smatramo, da je simbol register. Sledi branje imena registra, ter v kolikor
ima ime dodatke sledi brisanje le teh. Nato nam preostane samo še branje naslova,
ki ga je potrebno iz niza pretvoriti v celo število. Ko smo razčlenili ta dva atributa
ju dodamo v začasno strukturo in nato potisnemo (angl. push back) v seznam
(angl. list) za kasneǰso obdelavo. Na ta način se razčleni celoten odsek.
Po pregledu seznama ugotovimo, da je v seznamu veliko duplikatov. Zato
seznam najprej sortiramo po imenih. Sortiranje se opravlja z metodo iz razreda
“list”. Za tem se brǐse enake sosede v seznamu. Kot končno se ta seznam uporabi
za preslikavo registrov v bazo simbolov SM.
Slika 3.5: Diagram poteka razčlenjevalnika .symtab
Običajno smo za hranjenje podatkov uporabljali razred oz. zabojnik “vector”.
Vektor je grajen iz polj, ki jih poznamo v jeziku C. Dobra lastnost vektorja je, da
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so elementi znotraj vektorja hitro dosegljivi, saj so elementi v pomnilniku shra-
njeni zaporedoma. S tem imamo v mislih to, da lahko enako hitro dostopamo do
elementov na začetku, koncu in sredini vektorja. Le kazalcu določimo zaporedni
naslov elementa. Slaba lastnost vektorjev je, da so slabše učinkoviti pri brisanju
elementov iz sredine vektorja. Natančneje, v primeru brisanja zadnjega elementa
vektorja je razred še vedno učinkovit, v vseh ostalih primerih pa malce slabše.
Pri brisanju elementa iz sredine vektorja mora razred celoten vektor brez enega
elementa kopirati na novo lokacijo v pomnilniku. Pri velikem številu elementov
lahko postane operacija potratna.
Ker smo v našem primeru morali odstraniti veliko duplikatov smo se odločili,
da uporabimo razred oz. zabojnik “list”. Ta razred je implementiran kot dvojno
povezani seznam (angl.doubly linked list). Tukaj so elementi seznama shranjeni
na različnih delih pomnilnika in med seboj povezani z kazalci. Prednost poveza-
nega seznama je, da lahko posamezen element brǐsemo brez interakcije drugih.
V tem primeru je učinkovitost povečana. Slabost povezanega seznama pa je, da
ne moremo direktno dostopati do poljubnega elementa kot pri vektorju, saj vsak
element vsebuje le kazalca na naslednji in preǰsnji element. Začeti moramo pri
prvem ali zadnjem elementu in se nato z iteracijami po elementih pripeljati do
želenega elementa. Za naš primer je ta slabost irelevantna saj se sprehodimo čez
celoten seznam.
Izhod tega pod-algoritma polni bazo simbolov v SM (slika 3.1). To opra-
vlja zadnji proces imenovan “Dodajanje v bazo SM” na sliki 3.5. Na tem me-
stu bi opisali vhodni format jedra SM. Jedro sprejme točno določen objekt, ki
ga ustvarimo z razredom “TTableSymbol”. Razred vsebuje le vrsto globalnih
spremenljivk, ki opisujejo simbol. Pred nami vidimo deklaracijo razreda (slika
3.6). Kakšno informacijo nosi posamezna spremenljivka vidimo v deklaraciji.
Določene spremenljivke objekta polnijo razčlenjevalniki, določene so pa rezervi-
rane za jedro SM. Na primer razčlenjevalniki opisujejo simbole s spremenljivkami
“name”,“type name”,“address”,“byte size”, itd. Medtem ko jedro SM na primer






string name; // ime simbola
string type_name; // ime tipa - npr. unsigned char
int index; // indeks simbola
int address; // naslov simbola v pomnilniku procesorja
int base_address;// osnovni naslov simbola za podatkovna polja
int array_index; // indeks za polja
int bit_size; // velikost simbola v bitih
int bit_offset; // odmik bitnega polja od MSB
int type; // tip spremenljivke
int byte_size; // velikost spremenljivke v byte-ih
int level; // nivo simbola v drevesni strukturi
int bound[2]; // dolzina prve in druge dimenzije pri polju
bool is_base; // simbol je bazicnega tipa
bool is_signed; // ali je simbol predznacen?
bool is_visible; // simbol je neviden na primer pri filtriranju
bool is_volatile; // gre za zacasen/trajen pomnilnik
bool is_custom; // gre za simbol, ki ga je dodal uporabnik
bool is_hex; // ali je spremenljivka v HEX formatu?
double f_value; // double vrednost spremenljivke
int64_t i_value; // integer vrednost spremenljivke
};
Slika 3.6: Vhodni format jedra SM
simbola na mikroprocesorju. Proces “Dodajanje v bazo SM” sestavlja enostavna
“for” zanka, ki se sprehodi čez celoten seznam registrov. Pri tem v objektu (slika
3.6) prireja globalni spremenljivki “name” in ”address”. Vse ostale spremenljivke
ostajajo enako predhodno nastavljene. V vsaki iteraciji se tako simbol doda v
jedro SM. V tabeli 3.2 predstavljamo pomen napak.
Ime napake Pomen
SYMLOADER NO ERROR Razčlenjevanje uspešno, ni zaznanih napak.
SYMLOADER ERR OPEN Odsek .symtab ni vključen v datoteko
SYMLOADER ERR FORMAT Napaka pri razčlenjevanju. Format odseka
.symtab je spremenjen.
Tabela 3.2: Pomeni konstant napak pri razčlenjevalniku .symtab
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3.0.4 Razčlenjevalnik .debug info
Preden smo začeli s programiranjem tega pod-algoritma samo morali preučiti in
se prilagoditi pod-algoritmu za povezovanje DIE objektov (slika 3.1). Pogledati je
bilo potrebo katere DIE objekte lahko obdeluje, in katere atribute morao razčleniti
za specifičen DIE objekt. Naštevamo DIE objekte za katere je bilo potrebno
priskrbeti nizko nivojske funkcije za razčlenjevanje:
⇒ DW TAG base type
⇒ DW TAG variable
⇒ DW TAG typedef
⇒ DW TAG structure type
⇒ DW TAG member
⇒ DW TAG volatile type
⇒ DW TAG union type
⇒ DW TAG array type
⇒ DW TAG subrange type
⇒ DW TAG enumeration type
Poglejmo najprej koncept tega pod-algoritma, ter nato drobovje. Pri opisu se
bomo sklicevali na primer DIE objekta (slika 3.8). Na sliki so vrstice oštevilčene za
lažje sklicevanje. Na sliki 3.7 vidimo na levi najbolj splošno predstavo programa.
Program v zanki bere vrstico po vrstico, ter preverja, ali je dosegel kakšnega
izmed zgoraj naštetih DIE objektov. Na levem diagramu poteka je to uprizor-
jeno z blokom “Beremo vrstico” in pogojnimi bloki “DW TAG variable” itd. Vse
ostale DIE objekte pod-algoritem izpušča. V koliko najde želen DIE objekt pod-
algoritem skoči v podprogram specifičen za ta DIE objekt. Ti podprogrami so
zadolženi za razčlenjevanje le določenih atributov, ter nato za dodajanje informa-
cij v vektor za hranjenje. Tako z nekakšnim preklopnim stavkom (angl. switch)
obdeluje DIE objekte vse do konca odseka.
Vsi podprogrami za razčlenjevanje atributov so sestavljeni po enakem kopitu,
saj so DIE objekti podobni med sabo. Desno na sliki 3.7 vidimo primer takega
podprograma za objekt DIE spremenljivka (DW TAG variable). Če se sedaj
ozremo na sliko 3.8, je morala vstop v ta podprogram povzročiti vrstica 1. Tako
podprogram najprej prebere referenčno značko objekta in ime DIE objekta v vr-
stici 1. Nato vstopi v zanko, ki vsakič prebere novo vrstico in ǐsče v prebranem
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Slika 3.7: Na levi, diagram poteka razčlenjevalnika .debug info. Na desni, pod-
program za razčlenjevanje objekta spremenljivka DIE
1: <1><29b8>: Abbrev Number: 23 (DW_TAG_variable)
2: DW_AT_name : periodic_pointers
3: DW_AT_decl_file : 1
4: DW_AT_decl_line : 70
5: DW_AT_type : <29a8>
6: DW_AT_location : 5 byte block: 3 10 14 0 0 (DW_OP_addr: 1410)
Slika 3.8: Primer objekta spremenljivka DIE
nizu želene atribute. Za iskanje želenega niza v prebrani vrstici se uporablja me-
toda .find iz razreda “string”. Tako, podprogram v drugi vrstici (slika 3.8) najde
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niz “DW AT name” in prebere ime spremenljivke (“periodic pointers”) z nizko
nivojsko funkcijo za branje niza(Get At String()). Tretjo in četrto vrstico izpu-
sti, ter v peti vrstici je iskanje nizov z metodo .find ponovno uspešno. S funkcijo
Get AT Tag() prebere referenčno značko naslednjega objekta na katerega se tre-
nutni objekt sklicuje. Iz zadnje vrstice pa dobimo naslov (“1410”) spremenljivke.
Nato vse informacije shranimo v vektor.
Za razčlenjevanje vseh želenih DIE objektov smo potrebovali devet nizko ni-
vojskih funkcij. Ponovno se sklicujemo na sliko 3.8, da obrazložimo koncept nizko
nivojskih funkcij. Na sliki vidimo določene znake obarvane v rdečo barvo. S temi
znaki, ki so lepo postavljeni v neposredni bližini želenih podatkov, si pomagamo
locirati podatek v nizu. Na primer v prvi vrstici potrebujemo referenčno številko
DIE objekta. Za lociranje podatka najprej uporabimo funkcijo, ki poǐsče in vrne
kazalec zadnjega prisotnega znaka “<” v nizu. Sedaj vemo kje se začne uporaben
podatek. Nato uporabimo isto funkcijo za iskanje zadnjega prisotnega znaka “>”.
Sedaj z odštevanjem kazalcev dobimo dolžino niza, ki ga potrebujemo prebrati.
Tako, dobimo šestnajstǐski niz, ki ga je še potrebno pretvoriti v celo število.
Po istem principu so sestavljene še ostale nizko nivojske funkcije. Na pri-
mer za branje atributa DW AT name uporabimo funkcijo Get At String(), ki
uporablja znak “:” za orientacijo. Za pokušino na sliki 3.9 predstavljamo funk-
cijo Get AT Tag(). Kot vidimo se za iskanje znakov v nizu uporablja funkcija
strchr(). Funkcija je iz knjižnice string.c, ki je standardna knjižnica jezika C.
Tako se z uporabo te funkcije pridobi kazalca. V primeru, da je iskanje sim-
bola neuspešno funkcija vrne ničelni kazalec (angl. null pointer). To preverja
edini pogojni stavek v funkciji na sliki 3.9. Uporabnǐsko implementirana funkcija
Get Str Section() pridobi niz med kazalcema, medtem ko funkcija strtol() pre-
tvarja niz v celo število. Funkcija strtol() je ravno tako standardna C funkcija iz
knjižnice stdlib.c.
Kot zadnje v podprogramih za razčlenjevanje atributov shranjujemo informa-
cije v vektorje. Na tem mestu bi predstavili format vektorjev za shranjevanje.
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int ret_value = -1;
tg_start_adr = strchr(dwarf_line,’<’); // najdi naslov prve ’<’
tg_end_adr = strchr(dwarf_line,’>’); // najdi naslov prve ’>’
if((tg_start_adr != NULL) && (tg_end_adr != NULL)) // Znaka najdena?
{
Get_Str_Section(tg_start_adr, tg_end_adr, tmp_str);//Preberi odsek








Slika 3.9: Nizko nivojska funkcija Get AT Tag()
Kot smo že omenili je format prilagojen naslednjemu pod-algoritmu. Prilago-
ditev je pa takšna, da se DIE objekti shranjujejo v tri ločene vektorje. V prvi
vektor se shranjujejo samo DIE objekti z imenom DW TAG base type. Drugi je
rezerviran samo za DIE objekte DW TAG variable. V tretji pa spadajo vsi ostali
DIE objekti. Na sliki 3.10 vidimo definiciji struktur, za hranjenje DIE objektov.
Prvi vektor se polni z strukturo “t base type DIE”. Drugi in tretji vektor pa si za
polnjenje delita strukturo “t DIE”. Kot zadnje v tabeli 3.3 predstavljamo možne
napake takega pod-algoritma.
Pod-algoritem za povezovanje DIE objektov je delo podjetja, zato ga ne bomo
podrobno opisali. Podali bomo samo idejo. Razlog, da shranjujemo objekte
DW TAG variable in DW TAG base type v ločena vektorja tiči v tem, da sta to
začetni in končni objekt pri opisu simbolov (spremenljivke, polja in strukture),




string name; // ime simbola
int id; // referenčna značka simbola
int tag; // tip DIE objekta(define-i)
int address; // naslov simbola v pomnilniku
int byte_size; // velikost v bajtih
int id_ref; // kazalec na podrejene DIE objekte
int bit_offset; // offset v bitih (za bitna polja)
int bit_size; // velikost simbola v bitih
int member_location;// offset elementa znotraj strukture




string name; // ime tipa
int tag; // tip DIE objekta(define-i)
int id_ref; // referencni id
int byte_size; // velikost v bajtih
} t_base_type_DIE;
Slika 3.10: Definicije struktur za shranjevanje podatkov objektov DIE
Ime napake Pomen
SYMLOADER NO ERROR Razčlenjevanje uspešno, ni zaznanih napak.
SYMLOADER ERR OPEN Odsek .debug info ni vključen v datoteko
SYMLOADER ERR FORMAT Napaka pri razčlenjevanju. Format odseka
.debug info je spremenjen. Napaka z kazalci.
Tabela 3.3: Pomeni konstant napak pri razčlenjevalniku .debug info
ostali objekti so postavljeni vmes na primer tako, kot smo predstavili opis ka-
zalca na sliki 2.7 v teoretičnem delu. Načeloma pod-algoritem najprej prebere
začetni objekt simbola v vektorju z objekti DW TAG variable. Nato v vseh na-
slednjih iteracijah najprej preveri ali je podrejeni objekt preǰsnjega že končni.
Torej preǐsče prvi vektor z objekti DW TAG base type. V kolikor je iskanje ne
uspešno se poda iskati vmesne DIE objekte v tretjem vektorju. Tako, pri vsakem
najdenem DIE objektu dopolnjuje opis simbola, ki ga nato doda v bazo SM v
formatu na sliki 3.6.
42 Praktičen del
3.0.5 Problem pri integraciji algoritma v SM
Po uspešnem zaključenem programiranju in testiranju algoritma v okolju Code
Blocks (GCC prevajalnik) je sledila integracija v okolje C++ Builder. To okolje
ne uporablja enakega prevajalnika (GNU) na katerem smo razvijali algoritem.
Po prevajanju v novem okolju prevajalnik ni opozarjal na kakršnokoli nevarnost
(angl. warning). Med izvajanjem je pa program naletel na napako (angl. run
time error). Iz opozorilnega okna smo uspeli razbrali, da gre za težavo s kazalci.
Izkazalo se je, da napaka izvira iz pod-algoritma za razčlenjevanje odseka .symtab.
Natančneje iz funkcije za odstranjevanje enakih simbolov v povezanem seznamu
(slika 3.5). To funkcijo vidimo na sliki 3.11. Gre za enostavno for zanko, ki pri-
merja sosednja simbola, ter odvečnega izbrǐse. Razhroščevanje zanke je pokazalo,
da se pogoj za izhod iz zanke ne izvede po pričakovanjih. Ko iterator doseže
zadnji element v povezanem seznamu, se zanka ne zaključi temveč nadaljuje z






for( ; Reg_itr != Reg_List.end(); )//Iščemo duplikate in jih brišemo
{
st_name = Reg_itr->name; //Beremo ime prvega simbola
++Reg_itr;
nd_name = Reg_itr->name; //Beremo ime sosednjega simbola
if(st_name == nd_name) // Enaki imeni ?
{





Slika 3.11: Funkcija za brisanje ekvivalentov v pod-algoritmu .symtab
Začasno smo napako rešili z sledečim popravkom “for” zanke.
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for(int i = 0; i < Reg_List.size(); i++)
Končna rešitev pa je bila, zamenjava celotne funkcije za metodo .unique() iz
razreda “list”. Metoda naredi prav to, kar smo pisali sami. Izbrǐse vse duplikate
v seznamu. Tako je algoritem postal delujoč tudi v okolju C++ builder.
Delovanje programa System Monitor po integraciji lahko vidimo na sliki 3.12.
Slika 3.12: Uporabnǐski vmesnik System Monitor po integraciji novega algoritma
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4 Zaključek
Razčlenjevalnik se je po testiranjih izkazal kot zanesljiv. Napisan je bil z
določeno stopnjo fleksibilnosti, v primeru morebitnih malenkostnih sprememb
v razširjenem zapisu DWARF. S tem imamo v mislih na primer kakšen zamik
zapisa s presledki. Tej zamisli o prilagodljivosti smo sledili do manǰse stopnje
kompleksnosti programiranja nad osnovno funkcijo razčlenjevalnika. V primeru
večjih sprememb zapisa je razčlenjevalnik hitro prilagodljiv. Nekatera okolja kot
Atollic True Studio ravno tako uporabljajo prenesen GCC prevajalnik. V takšnih
primerih nam po razširjanju izvršilne datoteke z orodjem readelf skoraj ni po-
trebno prirejati razčlenjevalnika. Glede pridobivanja informacij registrov iz tabele
simbolov menimo, da je to specifika Microchipovega prevajalnika. Zato menimo,
da je hitra prenosljivost tega razčlenjevalnika tukaj oslabljena. Slabost integra-
cije se kaže v fiksnem številu konstant za napake. Trije pod-algoritmi razpolagajo
z istimi konstantami, kar uporabniku onemogoča hitro odkrivanje napak, saj ne
nudijo identifikacije problematičnega pod-algoritma. Nizko nivojske funkcije za
branje atributov DIE objektov so napisane z uporabo C standardnih knjižnic.
Razlog za to je postopno spoznavanje in učenje jezika C++.
Dosedanji razčlenjevalnik, ki priskrbi simbole glavnega regulacijskega mikro-
krmilnika potrebuje okrogli dve sekundi za obdelavo datoteke COFF. Ker so ne-
kateri označili to kot dalǰse izvajanje smo pri razvijanju novega razčlenjevalnika
imeli v mislih tudi hitrostno optimizacijo. Tako smo dosegli čas izvajanja okroglih
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