Sundararajan and Chakraborty [10] introduced a new version of Quick sort removing the interchanges. Khreisat [1] found this algorithm to be competing well with some other versions of Quick sort. However, it uses an auxiliary array thereby increasing the space complexity. Here, we provide a second version of our new sort where we have removed the auxiliary array. This second improved version of the algorithm, which we call K-sort, is found to sort elements faster than Heap sort for an appreciably large array size (n  70,00,000) for uniform U[0, 1] inputs.
Introduction:
There are several internal sorting methods (where all the sorting elements can be kept in the main memory). The simplest algorithms like bubble sort usually takes O (n 2 ) time to sort n objects and are only useful for sorting short lists. One of the most popular sorting algorithms for sorting long lists is Quick sort, which takes O( nlog 2 n ) time on an average and O (n 2 ) in the worst case. For a comprehensive literature on sorting algorithms, see Knuth [2] .
Sundararajan and Chakraborty [10] introduced a new version of Quick sort removing the interchanges. Khreisat [1] found this algorithm to be competing well with some other versions of Quick sort like SedgewickFast, Bsort and Singleton sort for n between 3000 to 200,000. Since comparisons and not interchanges are dominant in sorting, the removal of interchanges does not make the order of complexity of this algorithm differ from that of Quick sort. In other words, the algorithm has average and worst case complexity similar to Quick sort, that is, O(nlog 2 n) and O (n 2 ) respectively which is also confirmed by Khreisat [1] . However, it uses an auxiliary array thereby increasing the space complexity. Here, we provide a second improved version of our new sort, which we call K-sort, where we have removed the auxiliary array. K-sort is found to sort elements faster than Heap sort for an appreciably large array size (n  70,00,000) for uniform U[0, 1] inputs.
K-sort:
The steps of K-sort are given below:-
Step-1: Initialize the first element of the array as the key element and i as left, j as (right+1), k = p where p is (left+1).
Step-2: Repeat step-3 till the condition (j-i)  2 is satisfied.
Step Note: If the sub array has single value it need not be processed.
Empirical (average case time complexity) results:
A computer experiment is a series of runs of a code for various inputs (see Sacks et. al. [9] ). By running computer experiments on Borland International Turbo 'C++' ver 5.02, we could compare the average sorting time in sec (average taken over 500 readings) for different values of n for both K-sort and Heap sort. Using Monte Carlo simulation (see Kennedy and Gentle [7] ), the array of size n was filled with independent continuous uniform U[0, 1] variates and the elements are copied to another array. One array is sorted by K-sort while the other is sorted by Heap sort. A moment's reflection from table 1 suggests that the average run time for K-sort is less than that of Heap sort when the array size n  70 lakhs and above this range Heap sort is faster. R denotes an observation with a large standardized residual. R denotes an observation with a large standardized residual. Fig. 3.1-3.4 give a graphical summary of some further tests of model fit. 
Statistical analysis (using Minitab version 15) of the empirical results

Analysis for K-sort: Regressing average sorting time y(K) over nlog 2 (n) and n
Discussion
It is easy to see that the sum of squares contributed by nlog 2 n to the regression model, in both Ksort and Heap sort, are substantial in comparison to that contributed by n. Recall that both algorithms have average O(nlog 2 n) complexity. Thus the experimental results are confirming the theory. We kept an n term in the model because a look at the mathematical statement leading to the O(nlog 2 n) complexity in Quick sort and Heap sort does suggest an n term (see Knuth [2] ).
The comparing regression equation between the two sorting algorithms for average case is obtained simply by subtraction y(H) from y(K).
We have, y(K)-y(H) = 0.52586 + 0.00000035 nlog 2 (n) -0.00000792 n …….. (3) The advantage of equations (1), (2) and (3) is that we can predict average run times of both sorting algorithms as well as their difference even for huge values of n for which it may be computationally cumbersome to run the code. Such "cheap prediction" is the motto in computer experiments and permits us to go for stochastic modeling even for non-random data. Another advantage is that knowledge of only the size of the input is enough to make a prediction. That is, the entire input (for which the response is fixed) need not be supplied. Thus prediction through a stochastic model is not only cheap but also more efficient (Sacks et al., [9] ).
It is important to note that when we are directly working on program run time, we are actually estimating a statistical bound over a finite range (no computer experiment can be performed for infinite input size). A statistical bound differs from a mathematical bound in the sense that unlike a mathematical bound, it weighs rather than counts the computing operations and as such it is capable of mixing different operations into a conceptual bound while mathematical complexity bounds are operation specific. Here, time of an operation is taken as its weight. For a general discussion on statistical bound including a formal definition and other properties, see Chakraborty and Sourabh [5] . See also Chakraborty, Modi and Panigrahi, [4] to know why the statistical bound is the ideal bound in parallel computing. The estimate of a statistical bound is obtained by running computer experiments, where the weights are assigned numerical values, over a finite range. This means the credibility of the bound estimate depends on a proper design and analysis of our computer experiment. Further literature on computer experiments with other application areas such as VLSI design, combustion, heat transfer etc. can be found in (Fang, Li and Sudjianto, [3] ). See also its review (Chakraborty [6] ).
Conclusion and suggestions for future work:
K-sort is evidently faster than the Heap sort for number of sorting elements up to 70 lakhs, although both the algorithms have same order of complexity O(nlog 2 n) in the average case. Future work involves a study on parameterized complexity (Mahmoud, [8] ) on this improved version. As a final comment, we strongly recommend K-sort at least for n  70, 00000.
