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Esercizio 6 
Un’azienda di trasporti deve affrontare il seguente problema di caricamento. 
L’azienda dispone di n prodotti che possono essere trasportati e di m 
automezzi con cui effettuare il trasporto. Ciascun prodotto j (j = 1, . . . , n) è 
caratterizzato da un peso wj , da un profitto pj ed è presente kj esemplari. 
Ciascun automezzo i (i = 1, . . . , m) ha capacità pari a ci e costo pari a gi. 
Vincoli di mercato impongono che il numero di prodotti trasportati sia almeno 
pari ad un valore prefissato V . Si vuole determinare quali prodotti caricare e 
quali automezzi utilizzare per il trasporto al fine di massimizzare il guadagno 
complessivo dell’azienda. 
1. Si determini un modello di programmazione lineare intera per 
determinare la soluzione ottima del problema in esame;  
2. Si definisca un algoritmo euristico di tipo greedy per determinare una 
“buona” soluzione ammissibile del problema; 
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1 Modello di PLI
yi =
(
1 se automezzo i utilizzato
0 altrimenti
(i = 1, . . . ,m)
xij = numero di prodotti di tipo j caricati sull’automezzo i (i = 1, . . . ,m; j = 1, . . . , n)
max
nX
j=1
pj
mX
i=1
xij  
mX
i=1
giyi (1)
subject to
mX
i=1
xij  kj (j = 1, . . . , n) (2)
nX
j=1
wjxij  ciyi (i = 1, . . . ,m) (3)
nX
j=1
mX
i=1
xij   V (4)
xij   0 intere (i = 1, . . . ,m; j = 1, . . . , n) (5)
yi 2 {0, 1} (i = 1, . . . ,m) (6)
2 Implementazione MPL
TITLE
Esercizio;
INDEX
prod=1..8;
auto=1..6;
DATA
peso[prod]=DATAFILE(”inp peso.dat”);
prof[prod]=DATAFILE(”inp prof.dat”);
nese[prod]=DATAFILE(”inp nese.dat”);
capa[auto]=DATAFILE(”inp capa.dat”);
cost[auto]=DATAFILE(”inp cost.dat”);
V=10;
VARIABLES
x[auto,prod];
y[auto];
MODEL
MAX z=SUM(auto, prod: x*prof) - SUM(auto: y*cost);
SUBJECT TO
c1[auto]: SUM(prod: x*peso) - y*capa <= 0;
c2[prod]: SUM(auto: x) <= nese;
c3: SUM(auto, prod: x) >= V;
INTEGER
x
BINARY
y
END
3 Algoritmo euristico
Un prodotto e` “buono” se ha profitto elevato e peso basso, per cui e` conveniente ordinare i prodotti
secondo valori non crescenti del rapporto pj/wj. Un automezzo e` “buono” se ha capacita` elevata e
costo basso.
Per ogni prodotto j (j = 1, . . . , n) si caricano quanti esemplari possibile sugli automezzi gia`
parzialmente utilizzati (all’inizio nessuno) e poi sui rimanenti automezzi. Nella scelta del nuovo
automezzo da inizializzare conviene privilegiare l’automezzo per il quale il rapporto tra la capacita`
dell’automezzo ed il costo dell’automezzo e` massimo. Scelto l’automezzo, vi si caricano tutti gli
semplari del prodotto j ossibili. Si itera il procedimento fino ad esaurire gli esemplari del prodotto
j considerato. Si passa poi al prodotto successivo.
L’algoritmo termina quando tutti i prodotti sono stati considerati o quando tutti gli automezzi
sono stati utilizzati.
Se il ”guadagno” di un automezzo non e` positivo (cioe` la somma dei profitti degli esemplari
in ess caricati non e` superiore al suo costo) conviene non utilizzare l’automezzo e non caricare i
corrispondenti prodotti (a patto che il numero complessivo di prodotti caricati sia comunque non
inferiore a V ).
4 Rilassamenti
Rilassamento lagrangiano dei vincoli (3) con moltiplicatori  i   0 (i = 1, . . . ,m).
• Funzione obiettivo:
nX
j=1
pj
mX
i=1
xij  
mX
i=1
giyi +
mX
i=1
 i(ciyi  
nX
j=1
wjxij) =
mX
i=1
g¯iyi +
nX
j=1
mX
i=1
p¯ijxij
con
g¯i =  ici   gi (i = 1, . . . ,m)
p¯ij = pj    iwj (i = 1, . . . ,m; j = 1, . . . , n)
• Problema rilassato:
UB( ) = max
mX
i=1
g¯iyi +
nX
j=1
mX
i=1
p¯ijxij (7)
subject to
mX
i=1
xij  kj (j = 1, . . . , n) (8)
nX
j=1
mX
i=1
xij   V (9)
xij   0 intere (i = 1, . . . ,m; j = 1, . . . , n) (10)
yi 2 {0, 1} (i = 1, . . . ,m) (11)
• Soluzione del rilassamento:
Variabili yi (i = 1, . . . ,m): yi =
(
1 se g¯i > 0
0 altrimenti
Variabili xij (i = 1, . . . ,m; j = 1, . . . , n): bisogna prendere almeno V prodotti rispettando il
Esercizio 7 
Il proprietario di un ristorante deve decidere la produzione di un insieme di n 
tipi di menù, a partire da un insieme di m prodotti. Ogni unità del prodotto i (i 
= 1, ..., m) ha un costo positivo ci e il budget massimo di cui dispone il 
proprietario è C. Per ogni menù del tipo j (j = 1,...,n) si ha un profitto positivo 
pj e possono essere prodotti al massimo Kj menù del tipo j. Inoltre è nota una 
matrice non negativa aij che indica la quantità di prodotto i (i = 1, ..., m) che 
serve per produrre un menù di tipo j (j = 1, ..., n). Per attirare i clienti il 
proprietario decide di produrre almeno t menù. Si vuole determinare il numero 
di menù di ciascun tipo j (j = 1, ..., n) da produrre con l’obiettivo di 
massimizzare il guadagno (differenza tra profitti e costi). 
1. Si determini un modello di programmazione lineare intera per il 
problema in esame, utilizzando variabili intere xj che indichino quanti 
menù di ciascun tipo j (j = 1, ..., n) produrre e variabili continue yi che 
indichino la quantità di ciascun prodotto i (i = 1, ..., m) da utilizzare;  
2. Si definisca un algoritmo euristico di tipo greedy per cercare di 
determinare una “buona” soluzione ammissibile del problema;  
 
 
 
 
 
 
 
 
1.  
 
2. 
 
1 Modello di PLI
xj = numero di menu` di tipo j da produrre (j=1,. . . ,n)
yi = quantita` di prodotto di tipo i da utilizzare (i=1,. . . ,m)
max z =
nX
j=1
pjxj °
mX
i=1
ciyi (1)
subject to
mX
i=1
ciyi ∑ C (2)
nX
j=1
xj ∏ t (3)
nX
j=1
aijxj = yi (i = 1, . . . ,m) (4)
0 ∑ xj ∑ kj intera (j = 1, . . . , n) (5)
yi ∏ 0 (i = 1, . . . ,m) (6)
2
3 Euristico
Inizializzazione: nessun menu` prodotto. Ordina i tipi di menu` per valori
pj ° Pmi=1 aijci non crescenti e considera i tipi di menu` in questo ordine.
Per ogni tipo di menu` j:
• se il budget residuo e` nullo esci dal loop;
• se il rapporto pj ° Pmi=1 aijci e` < 0 esci dal loop.
• produci kj menu` se il budget lo consente o il massimo numero possibile
ed aggiorna il budget residuo.
Controlla se il numero complessivo di menu` prodotti e` almeno pari a t.
Se e` cos`ı stop. Altrimenti considera i menu` prodotti e sostituiscili uno alla
volta con qualche menu` non prodotto che abbia costo
Pm
i=1 aijci inferiore,
fino a produrre t menu` complessivamente.
4
Esercizio 8 
Un’azienda assembla n elettrodomestici {1, . . . , n}, il j-esimo con un ricavo 
pari a gj , utilizzando un insieme di m componenti standard {1, . . . , m}, 
dell’i-esimo dei quali sono disponibili bi esemplari. Il numero di esemplari del 
componente i necessario per assemblare un elettrodomestico j è pari ad aij. 
Inoltre, per ogni elettrodomestico j, esigenze di mercato impongono la 
produzione di almeno rj unità, e al massimo tj unità. Assumendo che tutti i dati 
del problema siano interi non negativi, si vuole determinare il massimo ricavo 
ottenibile assemblando i componenti disponibili. 
1. Si determini un modello di programmazione lineare intera per il 
problema.  
2. Per il modello del punto 1, si consideri l’esempio numerico m = n = 2, g 
= (4, 3), b = (6, 8), r = (0,0), t = (3,2), a= {(2, 3), (4, 3)}  e lo si risolva 
esattamente tramite branch and bound, risolvendo graficamente, per 
ciascun nodo dell’albero decisionale, il corrispondente rilassamento 
continuo.  
3. Si progetti un algoritmo euristico per il problema indicato al punto 1 
4. Si discutano le variazioni al modello del punto 1 qualora, per ciascun 
elettrodomestico j, sia consentito anche produrre meno di rj unità, ma si 
abbia un premio fisso pj (da aggiungere al ricavo) qualora se ne 
producano almeno rj unità (con rj ≥ 1). 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
2. 
 
 
 
3. l’algoritmo euristico può  
a) inserire i quantitativi minimi degli oggetti ed aggiornare i bi 
b) ordinare gli oggetti per ricavo decrescente (o un rapporto tra il ricavo ed il 
consumo di risorse) ed inserirli nell’ordine e per la massima quantità 
compatibile con i vincoli. 
4. 
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2. Algoritmo euristico 
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