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La théorie des types a été proposée comme fondement des mathématiques
constructives et comme cadre pour construire des logiciels certifiés et pouvoir ex-
traire des programmes à partir de preuves. De nos jours la plupart des théories
de types qui fait l’objet d’études approfondies intègre ou pas une forme d’im-
prédicativité, des types inductifs, des types coïnductifs, des types dépendants, la
notion de sous-typage et des relations de réductions élaborées. On distingue par-
ticulièrement le calcul des constructions inductives de Coquand et Huet [CH88],
et la "Unified Type Theory" (définie au sein du "Logical Framework") de Luo
[Luo94b].
Ces systèmes ont fait l’objet de nombreuses implémentations sous la forme
de langages fonctionnels expressifs et intégrés dans des logiciels d’assistance à la
preuve. On peut particulièrement citer Coq, Plastic, Lego. Un assistant de preuve
est un logiciel permettant l’écriture et la vérification de preuves mathématiques,
soit sur des théorèmes au sens usuel des mathématiques, soit sur des assertions re-
latives à l’exécution de programmes informatiques. Dans le cas de la conception
des programmes informatiques, plutôt que de coder un programme puis de vérifier
à posteriori qu’il est conforme à sa spécification, les assistants à la démonstration
permettent de prouver préalablement le bien fondé de la spécification, en fournis-
sant une preuve de cette spécification qui n’est autre que le programme lui même.
De manière générale, la théorie des types constitue une discipline étudiant
des formalismes contenant à la fois une dimension calculatoire et une dimension
logique liées par l’isomorphisme de Curry-Howard. Elle se situe au croisement de
la logique, des mathématiques et de l’informatique et peut, dans ce dernier cadre,
servir de support au développement de programme "zéro faute".
L’approche du sous-typage coercitif comme mécanisme d’abréviation a été
proposée et développée par Z.Luo [Luo97c]. Par exemple si f est une fonction
de type A → B, A0 un sous-type de A, t un élément de type A0 et c de type
A0 → A une coercion, l’expression f(t) est vue comme une abréviation de
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f(c(t)). Ce fait est exprimé par une règle de définition coercitive qui permet d’ob-
tenir f(t) = f(c(t)). Une coercion est une application particulière qui définit
comment les éléments de A0 correspondent aux éléments de A, souvent mais pas
nécessairement c peut être vu comme un plongement. Cette approche du sous-
typage dans le cas des systèmes aux types dépendants est intéressante car le sous-
typage peut grandement améliorer l’efficacité de nombreux systèmes d’assistance
à la preuve basés sur les systèmes aux types dépendants. En revanche elle est plus
compliquée à mettre en œuvre .
Une des propriétés principales du sous-typage coercitif comme mécanisme
d’abréviation est la conservativité de la théorie de types étendue par sous-typage
coercitif par rapport à la théorie de base. Le retour de la théorie étendue à la théo-
rie de base est assuré par l’algorithme d’insertion des coercions. Le résultat est un
jugement dans la théorie de base. La conservativité implique qu’il n’est pas pos-
sible par ce mécanisme d’obtenir des jugements qui ne sont pas dérivables dans
la théorie de base. Dans [SL98a], il a été montré l’importance de la cohérence des
coercions pour la preuve de conservativité. La notion de cohérence signifie, pre-
mièrement qu’il est impossible d’avoir deux coercions différentes c1, c2 : A0 → A
pour le même sous-type A0 de A, deuxièmement qu’il n’existe pas de coercion
d’un type A vers lui même, autrement dit le type A ne peut pas être considéré
comme un sous-type de A lui-même 1. Considérons l’exemple suivant : le type
des Anneaux (A,+, ∗) est un sous-type des Groupes par rapport à l’opérateur "+"
et des Monoïdes par rapport à l’opérateur "*". En même temps le type des Groupes
























Évidemment on a c2 ◦ c1 6= c3.
Les définitions des types de divers systèmes algébriques basées sur l’utilisation
de Σ-types dans un système aux types dépendants peuvent être trouvées dans
[Luo94b]. Considérons un autre exemple montrant la relation entre des types en-
core plus communs : les codes ASCII, les entiers (Nat) et les chaînes de caractères
(String). On peut donc définir les coercions suivantes :
1Une autre possibilité est de prendre la fonction identité sur A, c’est-à-dire λxA.x : A → A























Ces coercions peuvent être définies de sorte que si on considère le code ascii 65
noté Ascii(65), l’entier 65 noté Nat(65), les chaînes de caractères "A" et "65"






















Évidemment dans ce cas on a également c2 ◦ c1 6= c3.
Les deux exemples précédents nous exposent des cas où la propriété de conserva-
tivité n’est pas vérifiée car la condition de cohérence ne l’est également pas.
La non-conservativité due à l’absence de cohérence peut être une conséquence
de l’utilisation de la règle de définition coercitive en combinaison avec les autres
règles du système. Si on a deux coercions c1, c2 : A0 −→ A, où c1 6= c2 dans
la théorie de base, on peut alors déduire f(c1(t)) = f(t) et f(t) = f(c2(t)). Si
on prend f ≡ λxA.x et une variable y : A0 avec y 6∈ FV (c1, c2)), on peut fa-
cilement déduire c1 = c2, ce qui mène à une contradiction. Les deux exemples
plus haut montrent aussi une des sources possibles de non-cohérence : tandis que
les coercions de base (définies par exemple par l’utilisateur) peuvent être uniques
par rapport à chaque paire de sous-type A0 et de type A (A0 < A), les com-
positions de coercions quant à elles ne sont pas forcément uniques. Il existe des
règles, comme celles concernant les coercions entre types-produits dans la théorie
aux types dépendants, permettant de créer de nouvelles coercions . L’application
de toutes ces règles pourrait en principe produire des systèmes de coercions non
cohérents. Une partie importante d’une preuve de conservativité doit assurer la
cohérence de l’ensemble des coercions, pas seulement des coercions de base.
Dans [SL00], on retrouve la preuve de conservativité pour le "Logical Frame-
work" LF proposé par Z.Luo. LF est un cadre logique permettant de déclarer des
théories de types par ajout de constantes et de règles de calcul. L’idéal serait de
pouvoir généraliser la preuve de conservativité à LF et à toutes les théories pou-
vant être déclarées dans LF . Jusqu’à maintenant, il existait une preuve incomplète
de conservativité pour le système UTT esquissée dans [SL00]. UTT est une théo-
rie déclarée dans LF qui comprend entre autre, des types dépendants, des types
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inductifs, un univers prédicatif, un univers imprédicatif avec des constantes pour
une logique interne du second ordre. Prouver le théorème de conservativité pour
UTT est donc un pas vers la généralisation de ce théorème aux théories pouvant
être déclarées dans LF . C’est justement une des tâches à laquelle s’adonne cette
thèse.
D’autre part, en réalité la classe des systèmes de coercions cohérents est re-
lativement faible pour les théories de types n’ayant que des réductions standards
comme UTT . Augmenter le nombre d’égalités intensionnelles de ces théories de
type permettrait d’enrichir la classe des systèmes de coercions cohérents. Pour
se faire, une possibilité serait d’intégrer sous forme de réductions certaines éga-
lités extensionnelles. C’est un problème sur lequel nous allons également nous
pencher.
Un des problèmes qui est levé quand une théorie des types est utilisée pour
décrire des théories qui combinent de la logique et du calcul, est le problème de
la relation entre l’égalité intensionnelle et extensionnelle. Ce problème est fami-
lier à tous les utilisateurs d’assistant à la preuve basée sur la théorie des types
(comme Lego, Coq ou Isabelle). Dans les théories de types, l’égalité intension-
nelle est définie par la conversion des termes basée sur les réductions tandis que
l’égalité extensionnelle est prouvée à l’aide de mécanismes internes et externes.
Pour prouver une formule comme λx.(f(x) = g(x)), la plupart des assistants à la
preuve basée sur la théorie des types possède des logiques internes et la preuve est
représentée par un terme. L’existence d’un tel terme n’implique bien-sûr pas que
les deux fonctions sont convertibles par des réductions, c’est-à-dire intensionnel-
lement égales. Cette différence est manifeste même dans les cas simples. Consi-
dérons un système de reductions standards dans le lambda calcul simplement typé
avec types inductifs. Ce système comprend la β, η-réduction ainsi la ι-réduction
pour les opérateurs de récursion. Si on considère le type Nat = ind(α).(0 :
α, succ : α → α)2, la fonction d’identité λx : Nat.x : Nat → Nat est exten-
sionnellement égale à λx : Nat.(0 + x) : Nat → Nat, (où + est définie par une
récursion sur le second opérande), mais elle ne l’est pas par application de réduc-
tions. En effet la ι-réduction n’est applicable que lorsque l’argument est 0 ou de la
forme succ(t), mais pas lorsque l’argument est une variable. Bien sûr, il existe un
terme de preuve pour λx : Nat.x = λx : Nat.(0 + x), mais ce terme devra être
réutilisé si on doit produire une preuve d’égalité (probablement plus longue) qui
dépend de l’égalité dont le terme est la preuve. Ce problème surgit dans toutes les
situations faisant intervenir égalité extensionnelle et intensionnelle et représente
2Par la suite nous utiliserons la notation de LF
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un sérieux inconvénient pour les assistants à la preuve basés sur la théorie des
types. L’importance de ce problème est soulignée par le fait que vouloir ajouter
toutes les égalités extensionnelles dans le système de reduction crée un mauvais
système de réductions car les propriétés comme l’unicité de la forme normale et la
normalisation forte ne sont pas garanties dans le cas des systèmes avec des types
dépendants (comme le Calcul des Constructions utilisé dans COQ ou UTT utilisé
dans Lego). Même le typage peut devenir indécidable.
L’approche que nous considérons dans cette thèse est basée sur l’extension
de systèmes de réductions, par des réductions représentant des égalités extension-
nelles et préservant les bonnes propriétés du système de reduction. La normalisa-
tion forte et la confluence (Church-Rosser) devront être prouvées une seule fois.
Ensuite l’utilisation du lambda calcul suivra le même schéma : certaines égalités
seront prouvées par réduction (ce qui est plus efficace), et les autres nécessite-
ront de trouver une preuve sous forme de terme. Dans ce dernier cas, la classe
des égalités intensionnelles et extensionnelles étant changée, il y a plus d’égalités
intensionnelles, le système gagne en efficacité.
La principale nouveauté dans cette thèse est que l’on considère une extension
des réductions standards dans un système aux types dépendants qui se nomme
UTT (Unified Type Theory) et qui est utilisé dans des assistants à la preuve
comme Lego et Plastic. La réduction que nous rajoutons concerne une égalité
extensionnelle pour les fonctions entre types finis et devrait fournir un mécanisme
efficace pour le traitement des égalités pour un fragment de UTT .
Avec l’ajout d’une nouvelle réduction, les propriétés de normalisation forte
et de confluence ne sont plus garanties. Or il est impératif de pouvoir garantir
ces propriétés afin conserver un système fonctionnel. Healfdene Goguen dans sa
thèse [Gog94] sous la direction Rod Burstall et Zhaohui Luo, prouve que le calcul
UTT possède certaines propriétés dont la normalisation forte, la préservation du
type et la confluence. Pour se faire, il utilise une méthode basée sur l’emploi d’une
sémantique opérationnelle typée. Nous rappelons que le système étendu que nous
considérons dans cette thèse, n’est autre que le système UTT auquel nous rajou-
tons une règle d’égalité. C’est tout naturellement que nous utiliserons la méthode
employée par Goguen en l’adaptant afin de prouver que le système étendu vérifie
les propriétés de normalisation forte, préservation du type et de confluence.
Nous proposons dans cette thèse d’enrichir d’une nouvelle réduction pour les
fonctions entre les types finis, la ϑ-réduction, un système aux types dépendants
UTT . Ce nouveau système se nomme UTT r. Nous faisons remarquer que l’ajout
la ϑ-réduction se traduit par l’ajout d’une règle d’inférence d’égalité, la règle (ϑ-
Eq), au système UTT . Une fois la ϑ-réduction ajoutée, nous commençons par
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prouver que le nouveau système UTT r vérifie bien les propriétés de normalisation
forte, de préservation du type et de confluence. Ensuite nous effectuons la preuve
complète de conservativité pour le calcul UTT r enrichi du sous-typage coercitif.
Cette même preuve nous permettra de déduire que la conservativité est également
vérifiée pour le calcul UTT enrichi du sous-typage coercitif. Il faut tout de même
noter que la preuve de conservativité pour des systèmes étendus par le sous-typage
coercitif ne dépend pas des propriétés de normalisation forte, de préservation du
type et de confluence de ces systèmes complétés par de nouvelles réductions.
L’intérêt du calcul UTT r est que pour un fragment de UTT concernant les
fonctions entre types finis, il améliorera grandement l’efficacité des assistants à
la preuve basés sur les systèmes aux types dépendants. Cette efficacité sera amé-
liorée d’une part par l’ajout de cette égalité sous forme d’égalité intensionnelle,
d’autre part par l’augmentation des systèmes de coercions cohérents pour le sous-
typage. Étant donné que Les types finis représentent des ensembles finis, le calcul
UTT r permettra de traiter plus aisément les problèmes d’analyse combinatoire,
de manipulation de graphes etc.
Dans le chapitre 1, nous commençons par introduire les notions d’interpréta-
tion, de modèle et de sous-typage qui représentent le contexte de cette thèse. Dans
le chapitre 2, nous présentons et fournissons toutes les définitions permettant d’ap-
préhender le système UTT r, qui rappelons-le, est une extension du système UTT
par une égalité sur les fonctions entre types finis. Dans ce même chapitre, nous
énonçons et démontrons les propriétés basiques du système que l’on considère.
Puis nous réalisons la preuve que le système UTT r possède les propriétés de nor-
malisation forte, de préservation du type et de confluence, en effectuant les modi-
fications nécessaires de la preuve de Goguen. Dans le chapitre 4, nous présentons
le résultat le plus important qui est l’étude du système UTT r enrichi du sous-
typage coercitif. Nous introduisons ce calcul en présentant le sous-typage coercitf
que nous considérons, à savoir celui présenté dans [Luo97c]. Ensuite, nous réa-
lisons la preuve de conservativité pour deux théories déclarées dans le "Logical





Afin d’étudier le comportement et les propriétés des théories de types, il est
souvent nécessaire de considérer leurs sémantiques. Les techniques syntaxiques
peuvent être difficiles à mettre en œuvre, et certaines propriétés ne peuvent pas
être démontrées uniquement en tenant compte de la syntaxe des termes. La no-
tion de modèle a été introduite justement pour l’étude sémantique des théories de
types. La plupart des preuves de normalisation forte passe par l’utilisation d’un
modèle sémantique. Nous effectuons d’abord un bref rappel des principaux mo-
dèles du Calcul des Constructions avec univers CCω1[Luo94b] qui permettra de
mieux appréhender l’étude des propriétés de UTT r du chapitre 2. Nous limiterons
notre présentation à deux modèles standards pour CCω à savoir : le modèle en-
sembliste [Acz98, Wer97] et le modèle catégorique [Luo94b]. La présentation de
ces deux modèles s’inspire de celle faite dans [Miq01]. Ensuite nous introduirons
les modèles de Kripke, souvent utilisés comme modèle de la logique intuition-
niste, et qui intervient dans la méthode de preuve développée dans [Gog94] pour
prouver certaines propriétés de UTT . Nous rappelons que c’est cette même mé-
thode que nous réutilisons dans cette thèse. Pour finir, nous fournirons une très
brève définition générale des modèles du lambda-calcul.
Lorsque l’on définit un modèle pour décrire la sémantique d’une théorie, il y a
deux propriétés incontournables que l’on retrouve : la correction et la complétude.
Une théorie T est correcte par rapport à une sémantique S si chaque formule dé-
1Nous rappelons que CCω est le fragment purement fonctionnel de ECC. ECC étant à la
base du développement de LF .
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rivable dans T est vraie dans la sémantique S. De même, on parle de complétude
d’une théorie T par rapport à une sémantique S, si toute formule vraie de S est
dérivable dans T .
1.1.1 Le modèle ensembliste
Dans le modèle ensembliste, chaque concept de la théorie des types est traduit
par des notions de la théorie classique des ensembles. Afin de prouver les bonnes
propriétés de UTT r, la construction d’un modèle ensembliste sera nécessaire dans
la section 3.2.4.
De manière générale et plutôt intuitive nous avons :
• la relation de typageM : T est traduite par la relation d’appartenance,
[|M : T |] = [|M |] ∈ [|T |]
• les fonctions de la théorie des types λx : T.Mx sont traduites par les fonc-
tions de la théorie des ensembles notées 7→,
[|λx : T.Mx|] = x∈[|T |] 7→ [|Mx|]
• l’application de la théorie des types M(N) est traduite par l’application
d’une fonction à son argument telle qu’elle est définie dans la théorie des
ensembles,
[|M(N)|] = [|M |]([|N |])
• le produit dépendant de la théorie des types Πx : T.Ux est traduit par le
produit d’une famille d’ensembles,
[|Πx : T.Ux|] = Πx∈[|T |][|Ux|]
• les propositions sont traduites tout simplement par des booléens, soit une
proposition est vraie, soit elle est fausse,
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[|Prop|] = {0, 1} où 0 = ∅ et 1 = {∗}
• la suite des univers prédicatifs (Typei)i>0 est interprétée par une suite d’en-
sembles (Vi)i>0 souvent représentée par une hiérarchie cumulative,
[|Typei|] = Vi
Il faut noter que ce modèle interprète toutes les fonctions de la théorie des
types en des fonctions de la théorie des ensembles, c’est-à-dire des ensembles de
couples argument/résultat. Considérons par exemple la fonction identité sur les
entiers, elle sera codée en théorie des types par λx : Nat.x : Nat ⇒ Nat, tan-
dis que son codage en théorie des ensembles sera {(0, 0); (1, 1); (2, 2); . . .}. De
la même façon, un type T est transformé en un ensemble contenant les dénota-
tions des termes M de ce type T . En ce qui concerne les propositions, elles sont
interprétées par des booléens. Comme en théorie des types, les propositions sont
les types de leurs preuves, les propositions sont donc traduites par des ensembles
dont les éléments sont les dénotations des preuves de ces propositions. Autrement
dit, cette interprétation fait apparaître un contenu extensionnel, pour une théorie
des types dont la vocation est de proposer un aspect intensionnel du calcul. En
effet deux termes β-convertibles sont systématiquement interprétés par le même
ensemble, de même que toutes les propositions vraies auront la même interpréta-
tion. On voit donc que cette interprétation s’interesse davantage au résultat du cal-
cul plutôt qu’au calcul lui-même, et qu’elle est de ce fait bien plus apte à prouver
des résultats liés à la prouvabilité que des résultats liés à la calculabilité, tels que
la normalisation forte. Il est toutefois possible de prouver la normalisation forte
d’un calcul comme CCω avec des outils de sémantique dénotationnelle. Dans ce
cas, il faut enrichir l’interprétation avec des objets syntaxiques (par exemple des
candidats de réducibilité) afin de conserver dans ce modèle une trace des étapes
du calcul.
1.1.2 Le modèle catégorique
Nous allons très brièvement décrire ici le modèle catégorique qui est un mo-
dèle intuitionniste. Contrairement au modèle ensembliste, ce modèle répond de
manière bien plus satisfaisante au problème posé par l’étude de la structure intui-
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tionniste de CCω.
Ce modèle est utilisé, rappelons-le dans [Luo94b] pour fournir une interprétation
possible du calcul CCω. Ce modèle se situe dans la catégorie des ω-sets, et pos-
sède les caractéristiques suivantes :
• Les types ne sont pas interprétés par des ensembles uniquement, mais par
des ensembles munis d’une relation de réalisabilité, appelés ω-sets. Plus
formellement, un ω-set est un couple X = (|X|, |=X) formé par :
– un ensemble |X| quelconque appelé support de X ,
– une relation surjective (|=X) ⊂ ω × |X| appelée relation de réalisabilité
sur X ;
(Intuitivement, les réalisateurs d’un objet x ∈ |X| donné désignent tous
les numéros des fonctions récursives partielles susceptibles de représen-
ter l’objet x au sein du type X .)
– le produit dépendant Πx : X.Yx est interprété par le ω-set produit Π(x ∈
X;Yx) . Pour un ω-set X et (Yx)x∈|X| une famille de ω-sets, Π(x ∈
X;Yx) est définie par :
∗ |Πx ∈ X;Yx| ≡ {f ∈ Πx∈|X||Yx|; f a au moins un réalisateur n}
∗ n |=Π(x∈X;Yx) f ≡ ∀p, x p |=X x⇒ n · p |=Yx f(x) où n · p signi-
fie : "n-ième fonction récursive appliquée à p"
– les propositions sont interprétées par les PER2 et les termes de preuves
par des fonctions récursives partielles ;
– l’interprétation des univers prédicatifs suit un schéma très analogue au
cas du modèle ensembliste. On considère une suite de grands ensembles
emboîtés (Vi)i>0 dont chacun des éléments est à lui seul un modèle de
la théorie des ensembles. On interprète Typei par l’ensemble des ω-
sets∈ Vi.
2Un PER est une relation d’équivalence partielle sur ω, c’est-à-dire une relation R ⊂ ω × ω
symétrique et transitive.
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1.1.3 Les modèles de Kripke
Les modèles de Kripke sont bien connus dans le domaine de la logique in-
tuitionniste. Cependant, il en existe différentes versions dans la littérature. Nous
présentons une version générale des modèles de Kripke pour la logique intuition-
niste [Cro65].
Un modèle de Kripke est une structure M de la forme (W,, h, |=) où :
• W est un ensemble non vide de mondes dit univers ;
•  est une relation binaire réflexive et transitive dite d’accessibilité ;
• h : V ariable→ ℘(W )3 est une fonction de valuation, intuitivement si h(x)
est l’ensemble des mondes où x est satisfait ; on demande que h soit une
fonction dirigée, c’est-à-dire si wj ∈ h(a) et wi  wj alors wj ∈ h(a) ;
• |= est une relation de forçage ou encore de réalisabilité entre un élément
wi ∈ W et une proposition ϕ, wi |= ϕ se lit ϕ est satisfait dans wi.
– Si ϕ est une variable x, on a wi |= ϕ si et seulement si wi ∈ h(x).
– Si ϕ est une conjonction Ψ ∧ Θ, on a wi |= ϕ si et seulement si wi |= Ψ
et wi |= Θ.
– Si ϕ est une disjonction Ψ ∨ Θ, on a wi |= ϕ si et seulement si wi |= Ψ
ou wi |= Θ.
– Si ϕ est une implicationΨ⇒ Θ, on a wi |= ϕ si et seulement si pour tout
wj ≥ wi, wj |= Ψ implique wj |= Θ.
Dans [MM96], on retrouve une classe particulière de modèles de Kripke pour le
lambda-calcul, les "Kripke lambda models". Dans [CG90], une preuve de norma-
lisation pour les théories de constructions est réalisée à l’aide des "Kripke lambda
models", où les contextes jouent le rôle des mondes. Ce même principe est ap-
pliqué dans la preuve de Goguen [Gog94] pour prouver les propriétés du calcul
UTT .
3Pour un ensembleW , ℘(W ) désigne l’ensemble des parties deW .
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1.1.4 λ-modèles
La notion de λ-modèle est la structure sur laquelle repose l’interprétation des
termes dans un modèle. En axiomatisant cette structure, on peut l’abstraire de la
description des modèles du calcul et ainsi gagner en généralité.
Nous rappelons ici une définition générale concernant la théorie des modèles du
lambda-calcul [Bar84].
Définition 1.1 (Valuation). Soit S un ensemble. Une valuation sur S est une ap-
plication ρ : V → S associant un objet ρ(x) ∈ S à toute variable x ∈ V .
L’ensemble de toutes les valuations sur S est noté ValS .
Si ρ est une valuation sur S, x une variable et a un élément de S, on note ρ;x← a
la valuation construite en associant a à x dans ρ, effaçant ainsi la valeur précé-
demment associée à x.
Définition 1.2 (λ-modèle). Un λ-modèle est un triplet (S, ·, [||]) tel que :
• S est un ensemble ayant au moins un élément,
• (·) : S × S → S est une opération binaire sur S,
• [||] : Λ×ValS → S (où Λ désigne l’ensemble des termes du λ-calcul consi-
déré) est une application associant un objet [|M |]ρ ∈ S à n’importe quel
terme M ∈ Λ et à n’importe quelle valuation ρ ∈ ValS , qui satisfait les
axiomes suivants :
1. [|x|]ρ = ρ(x),
2. [|MN |]ρ = [|M |]ρ · [|N |]ρ,
3. [|λx.M |]ρ · a = [|M |]ρ;x←a,
4. Si [|M |]ρ;x←a = [|M ′|]ρ′;x←a pour tout a ∈ S, alors [|λx.M |]ρ =
[|λx.M ′|]′ρ.
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1.2 Notion de sous-typage
Parmi les récentes avancées dans le domaine de la théorie de types, il faut
mentionner la prise en compte de la notion de sous-typage. Il existe plusieurs
approches de la notion de sous-typage, la plus traditionnelle des approches traite
le sous-typage juste comme une relation entre deux types (A0 < A dénote que A0
est un sous-type de A). De ce point de vue, si un terme t est de type A0, ce même
terme t sera également considéré comme étant de type A. Ce fait est illustré par
l’utilisation de la règle (subsumption) :
Γ ⊢ t : A0 Γ ⊢ A0 < A
Γ ⊢ t : A
.
Cette approche pose le problème de l’unicité du type et présente une de ses li-
mites pour les théories de types comme celles de Martin-Löf [ML84] ou celles
que l’on peut définir dans LF comme UTT r. En effet dans ces théories, les types
de données (en opposition aux propositions) sont généralement des types induc-
tifs dont on distingue parmi leurs éléments les objets canoniques (les éléments
construits directement par application des constructeurs). Évidemment, la plupart
des opérations définies pour un type inductif s’adresse à ses objets canoniques. Il
est possible que la représentation des éléments change quand on passe du sous-
type A0 au type A, et dans le cas des types inductifs l’élément t : A0 traité comme
un élément de type A n’aura pas les mêmes propriétés que les éléments de type A
qui peuvent se réduire à un objet canonique de A. L’exemple qui suit illustre ce
problème.
Exemple 1.3. Si on considère un type inductif F3 représentant un type fini (voir
section 2.4). F3 = ind(α).(1F3 : α, 2F3 : α, 3F3 : α), où l’entier 1 est représenté
par 1F3 , l’entier 2 par 2F3 , et l’entier 3 par 3F3 .
On considère également le type inductif Nat, qui représente l’ensemble des en-
tiers naturels, de manière classique : Nat = ind(α).(0 : α, succ : α→ α).
Évidemment F3 peut être vu comme un sous-type de Nat (F3 < Nat).
Soit la fonction déjà rencontrée dans l’introduction λx : Nat.(0 + x) : Nat →
Nat (où + est définie par une récursion sur le second opérande, où on considère
la ι-réduction pour les opérateurs de récursion). Le terme (λx : Nat.(0+x))(1F3)
ne se réduit pas à succ(0) contrairement à ce que l’on pourrait penser, car comme
vu dans l’introduction, la ι-réduction n’est applicable que lorsque l’argument est
0 ou de la forme succ(t).
Ces observations ont amené la communauté qui travaille sur la théorie des
types et ses applications à considérer d’autres approches du sous-typage, notam-
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ment le sous-typage coercitif. La notion de coercion est présentée comme une
représentation explicite de la transformation du (des éléments du) sous-type vers
le (les éléments du) super-type. La relation de sous-typage (A0 < A) est interpré-
tée par l’existence d’un certain terme c : A0 → A. Le mécanisme de coercion avec
certaines restrictions a été implémenté dans les systèmes d’assistance à la preuve
Lego [LP92] et Coq [Coq96] par Bailey [Bai96] et Saibi [Sai97] respectivement.
Callaghan du Computer Assisted Reasoning Group a également implémenté Plas-
tic un assistant à la preuve qui supporte LF et le sous-typage coercitif.
Dans le developpement de l’approche du sous-typage coercitif, on peut distin-
guer deux grandes directions. Concernant la première [LMS95, SMMS91, SP94],
les termes de coercions possèdent des propriétés particulières qui les distinguent
des autres termes dérivables de la théorie. Par exemple dans [LMS95], les coer-
cions sont imposées par les règles d’inférences du système, et elles sont définies
comme étant "presque" la fonction d’identité. Ces coercions sont caractérisées
formellement par des termes, qui après effacement des informations de type, se η-
réduisent toutes à l’identité. Dans la seconde approche [Luo97c, JLS98], il n’y a
pas de restrictions particulières sur le terme de coercion entre un type et son sous-
type. Les coercions sont n’importe quelle application entre deux types, incluant
celles définies par l’utilisateur. Non seulement sont acceptées comme coercions
les applications particulières des approches vues plus haut, mais sont également
acceptées toutes les applications arbitraires vérifiant la condition de cohérence
qui stipule qu’il est impossible d’avoir deux coercions différentes c1, c2 : A0 → A
pour le même sous-type A0 de A. Le rôle d’un terme de coercion c est illustré par
la règle suivante :
Γ ⊢ f : (x : K)K ′ Γ ⊢ k0 : K0 Γ ⊢ K0 <c K (CD)
Γ ⊢ f(k0) = f(c(k0)) : [c(k0)/x]K
′
.
Cette règle stipule que si f est une fonction ayant comme domaine K, k0 un
objet de K0, et c une coercion de K0 vers K, alors le terme f(k0) est bien typé
et est intensionnellement égal à f(c(k0)). Intuitivement, on peut voir f comme
un contexte qui requiert un objet de K, alors l’argument k0 dans le contexte f
représente son image par la coercion, c(k0). Par conséquent on peut utiliser f(k0)
comme une abréviation de f(c(k0)).
Ce concept simple, formulé dans un cadre comme LF devient très puissant.
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Chapitre 2
Le système UTT r
Dans ce chapitre, nous présentons le calcul UTT r. Ce système est une ex-
tension de la version du calcul UTT considérée dans [Gog94]1, par l’ajout d’une
règle de jugement d’égalité (voir section 2.4). Le calcul UTT r est formulé dans
le "Logical Framework" LF [Luo94b], un système formel qui a pour vocation
d’être utilisé comme un cadre pour définir des théories de types. LF est une théo-
rie simple possédant des types fonctionnels, des types dépendants, et dans laquelle
on définit de nouvelles théories par ajout de constantes et de règles d’égalité.
UTT r comprend un univers imprédicatif des propositions qui est distinct de
la collection des types. On inclut le type des propositions et les types des preuves
de chaque proposition dans cet univers. Nous retrouvons également un univers
prédicatif des types. Cet univers inclut les types inductifs (qui sont importants
pour la programmation et les mathématiques), comme les entiers naturels, le type
produit, les listes etc. UTT r fournit un excellent environnement pour étudier les
spécifications et la vérification de programmes. Luo discute cette approche dans
[Luo93a, Luo94b].
2.1 "Logical Framework" LF
Les termes de LF sont de la forme suivante : Type, El(A), (x : K)K ′, [x :
K]k′, f(k), où les occurrences libres de la variable x sont liées par les opérateurs
(x : K) et [x : K] respectivement.
1Contrairement à la version de [Luo94b], cette version de UTT ne contient qu’un seul univers
prédicatifs.
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Il y a cinq formes de jugement dans LF :
• Γ ⊢ valid, signifie Γ est un contexte valide ;
• Γ ⊢ Kkind, signifie que K est une sorte,
• Γ ⊢ k : K signifie que k est un objet de sorte K,
• Γ ⊢ k = k′ : K signifie que k et k′ sont des objets égaux de sorte K,
• Γ ⊢ K = K ′ signifie que K et K ′ sont deux sortes égales.
Les règles d’inférence de LF sont les suivantes :
• Contexte et assomption
(1.1)
<>⊢ valid
Γ ⊢ Kkind x /∈ FV (Γ)
(1.2)
Γ, x : K ⊢ valid
Γ, x : K,Γ′ ⊢ valid
(1.3)
Γ, x : K,Γ′ ⊢ x : K
Γ1,Γ2 ⊢ J Γ1,Γ3 ⊢ valid (wkn)
Γ1,Γ3,Γ2 ⊢ J
(FV (Γ2) ∩ FV (Γ3) = ∅)
• Égalité générale
Γ ⊢ Kkind (2.1)
Γ ⊢ K = K
Γ ⊢ K = K ′ (2.2)
Γ ⊢ K ′ = K
Γ ⊢ K = K ′ Γ ⊢ K ′ = K ′′ (2.3)
Γ ⊢ K = K ′′
Γ ⊢ k : K (2.4)
Γ ⊢ k = k : K
Γ ⊢ k = k′ : K (2.5)
Γ ⊢ k′ = k : K
Γ ⊢ k = k′ : K Γ ⊢ k′ = k′′ : K (2.6)
Γ ⊢ k = k′′ : K
• Retypage
Γ ⊢ k : K Γ ⊢ K = K ′ (3.1)
Γ ⊢ k : K ′
Γ ⊢ k = k′ : K Γ ⊢ K = K ′ (3.2)
Γ ⊢ k = k′ : K ′
Γ, x : K,Γ′ ⊢ J Γ ⊢ K = K ′
(3.3)
Γ, x : K ′,Γ′ ⊢ J
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• La sorte Type
Γ ⊢ valid (4.1)
Γ ⊢ Type kind
Γ ⊢ A : Type
(4.2)
Γ ⊢ El(A)kind
Γ ⊢ A = B : Type
(4.3)
Γ ⊢ El(A) = El(B)kind
• Produits dépendants
Γ, x : K ⊢ K ′kind
(5.1)
Γ ⊢ (x : K)K ′kind




2 Γ ⊢ K1 = K2 (5.2)
Γ ⊢ (x : K1)K
′
1 = (x : K2)K
′
2
Γ, x : K ⊢ k : K ′
(5.3)
Γ ⊢ [x : K]k : (x : K)K ′
Γ, x : K1 ⊢ k1 = k2 : K Γ ⊢ K1 = K2 (5.4)
Γ ⊢ [x : K1]k1 = [x : K2]k2 : (x : K1)K
Γ ⊢ f : (x : K)K ′ Γ ⊢ k : K
(5.5)
Γ ⊢ f(k) : [k/x]K ′
Γ ⊢ f = f ′ : (x : K)K ′ Γ ⊢ k1 = k2 : K (5.6)
Γ ⊢ f(k1) = f
′(k2) : [k1/x]K
′
Γ, x : K ⊢ k′ : K ′ Γ ⊢ k : K
(5.7)
Γ ⊢ ([x : K]k′)(k) = [k/x]k′ : [k/x]K ′
Γ ⊢ f : (x : K)K ′ x /∈ FV (Γ)
(5.8)
Γ ⊢ [x : K]f(x) = f : (x : K)K ′
• Substitutions
Γ, x : K,Γ′ ⊢ valid Γ ⊢ k : K
(6.1)
Γ, [k/x]Γ′ ⊢ valid
Γ, x : K,Γ′ ⊢ K ′kind Γ ⊢ k : K
(6.2)
Γ, [k/x]Γ′ ⊢ [k/x]K ′kind
Γ, x : K,Γ′ ⊢ k′ : K ′ Γ ⊢ k : K
(6.3)
Γ, [k/x]Γ′ ⊢ [k/x]k′ : [k/x]K ′kind
Γ, x : K,Γ′ ⊢ K ′ = K ′′ Γ ⊢ k : K
(6.4)
Γ, [k/x]Γ′ ⊢ [k/x]K ′ = [k/x]K ′′
Γ, x : K,Γ′ ⊢ k′ = k′′ : K ′ Γ ⊢ k : K
(6.5)
Γ, [k/x]Γ′ ⊢ [k/x]k′ = [k/x]k′′ : [k/x]K ′












Définition 2.1 (Contexte). Une séquence x1 : A1, . . . , xn : An de couples formés
d’une variable xi et d’une sorte Ai est un pré-contexte.
Le domaine d’un pré-contexte Γ, noté dom(Γ), est l’ensemble des variables {x1, . . . , xn}.
Un pré-contexte Γ, tel que le jugement Γ ⊢ valid est dérivable, est un contexte.
Notation
• On note (K)K ′ pour désigner la sorte (x : K)K ′ quand x n’apparaît pas
parmi les variables libres de K ′.
• On note également f(k1, . . . , kn) pour désigner f(k1) . . . (kn).
2.1.1 Spécifier une théorie de types dans LF
En général, la spécification d’une théorie de types dans LF consiste en une
collection de déclarations de nouvelles constantes et de règles de calcul. Formel-
lement, déclarer une nouvelle constante k de sorte K, c’est introduire la règle
d’inférence suivante dans la théorie spécifiée :
Γ ⊢ valid
Γ ⊢ k : K
Ici k ne contient pas de variable et K ne contient pas de variable libre. Déclarer
que k = k′ aux conditions ki : Ki (i = 1, . . . , n) revient à enrichir la théorie
spécifiée de la règle d’inférence :
Γ ⊢ ki : Ki (i = 1, . . . , n) Γ ⊢ k : K Γ ⊢ k
′ : K
Γ ⊢ k = k′ : K
Exemple 2.2. On introduit le type Π en déclarant les constantes :
Π : (A : Type)((A)Type)Type
λ : (A : Type)(B : (A)Type)((x : A)B(x))Π(A,B)
EΠ : (A : Type)(B : (A)Type)(C : (Π(A,B))Type((g : (x :
A)B(x))C(λ(A,B, g)))(z : Π(A,B))C(z)
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De même que l’égalité calculatoire suivante :
EΠ(A,B,C, f, λ(A,B, g)) = f(g) : C(λ(A,B, g)).
avecA : Type,B : (A)Type,C : (Π(A,B))Type, f : ((g : (x : A)B(x))C(λ(A,B, g))
et g : (x : A)B(x).
Notons que nous omettons ici l’opérateur El.
2.1.2 Schéma pour les types inductifs
Le systèmeUTT r contient des types inductifs dont l’introduction repose sur la
notion de schéma inductif. Nous allons considérer ici les opérateurs et constantes
de LF permettant d’introduire de manière générale des types inductifs.
Définition 2.3 (Petite sorte). On dit qu’une sorte A est une petite sorte (small kind)
si
• A ≡ El(M) ou
• A ≡ (x : A1)A2, où A1 et A2 sont des petites sortes.
Définition 2.4 (Famille de schémas). Soit Γ un contexte valide etX une variable.
• Une sorte Φ est un opérateur strictement positif dans Γ par rapport à X ,
notation POSΓ;X(Φ), si Γ, X : Type ⊢ Φkind et
– Φ ≡ El(X) ou
– (x : A)Φ0, où A est une petite sorte et POSΓ;X(Φ0).
• Une sorte Θ est un schéma inductif par rapport àX , notation SCHΓ;X(Θ),
si
– Θ ≡ El(X),
– (x : A)Θ0, où A est une petite sorte et SCHΓ;X(Θ0), ou
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– (Φ)Θ0, où POSΓ;X(Φ) et SCHΓ;X(Θ0).
• Une séquence finie de sortes 〈Θ1, . . . ,Θn〉, notée Θ¯, est une famille de sché-
mas dans Γ par rapport àX , notation SCHΓ;X(Θ1, . . . ,Θn), si SCHΓ;X(Θi)
pour 1 ≤ i ≤ n.
Notation
• Par la suite, nous prendrons l’habitude d’omettre l’opérateur El lorsque
nous considérerons les opérateurs et constantes relatifs aux types inductifs
ainsi que certaines constantes déclarées.
• Nous notonsΦ(M) pour [M/X]Φ si POSΓ;X(Φ), pareillement pourΘ telle
que SCHΓ;X(Θ).
• SiΘ est un schéma inductif par rapport àX alors nous notonsARITYX(Θ)
la séquence Φ1, . . . ,Φm des opérateurs strictement positifs deΘ dans Γ par
rapport à X .
• Nous utilisons la notation F [x1, . . . , xn] =df M pour présenter des défini-
tions avec des variables x1, . . . , xn. La notation F [N1, . . . , Nn] représente
donc le terme ou la sorte [N1, . . . , Nn/x1, . . . , xn]M .
Définition 2.5.
• présumons que POSΓ;X(Φ), où Φ ≡ (x1 : A1) . . . (xn : An)X , et sup-
posons que Γ ⊢ A : Type, Γ ⊢ C : (A)Type et Γ ⊢ z : Φ(A). Nous
définissons :
Φ◦[A,C, z] =df (x1 : A1) . . . (xn : An)C(z(x1, . . . , xn))
• Supposons que SCHΓ;X(Θ) où Θ ≡ (x1 : M1) . . . (xn : Mn)X , soit A, C
et z comme définis précédemment. Nous définissons :




[A,C, xi1 ]) . . . (Φ
◦
ik
[A,C, xik ])C(z(x1, . . . , xn))
• Supposons que POSΓ;X(Φ), où Φ ≡ (x1 : A1) . . . (xn : An)X , soit A,
C et z comme définis précédemment, et soit Γ ⊢ f : (x : A)C(x). Nous
20
définissons :
Φ♮[A,C, f, z] =df [x1 : A1] . . . [xn : An]f(z(x1, . . . , xn))
Nous avons les règles d’introduction suivantes, pour les constantes associées aux
types inductifs. Nous considérons ces règles relativement à un contexte valide Γ
et Θ¯ une famille de schémas dans Γ par rapport à X :
MX [Θ¯] : Type
ιXi [Θ¯] : Θi(M
X [Θ¯]) (1 ≤ i ≤ n)









X [Θ¯], C, ιXn [Θ¯]])
(z : MX [Θ¯])C(z)
Nous avons les règles d’égalité associées :




X [Θ¯], C, EX [Θ¯](C, f¯), a1], . . . ,Φ
♮
k[M
X [Θ¯], C, EX [Θ¯](C, f¯), ak]) :
C(ιXi [Θ¯](a¯))
pour 1 ≤ i ≤ n, avec f¯ qui représente f1, . . . , fn, a¯ qui représente a1, . . . , am
et ARITYX(Θi) ≡ Φ1, . . . ,Φk.
Afin demieux appréhender la définition ci-dessus, considérons l’exemple simple
qui déclare un type inductif représentant les entiers naturels.




RecN : (C : (N)Type)
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(c : C(0))
(f : (x : N)(C(x))C(succ(x)))
(n : N)C(n)
Nous avons les règles d’égalité associées :
RecN(C, c, f, 0) = c : C(0)
RecN(C, c, f, succ(n)) = f(n,RecN(C, c, f, n)) : C(succ(n))
Afin de montrer que cette déclaration du type des entiers naturels correspond
bien à celle d’un type inductif dans le sens de la définition 2.5, nous établissons
les liens suivants :
• le type N est défini par N =df MX [Θ¯N ],
• où Θ¯N ≡ 〈X, (X)X〉,
• le premier constructeur est 0 =df ιX1 [Θ¯N ],
• le second constructeur est succ =df ιX2 [Θ¯N ],
• l’opérateur de récursion est Recn ≡ EX [Θ¯N ].
Définition 2.7 (Expressions constantes). Soit Θ¯ une famille de schémas inductifs
dans Γ par rapport àX . Une expression constante (constant expression) par rap-
port à Θ¯ est une expression de la forme κX [Θ¯], où les occurrences libres de X
deviennent liées (par l’opérateur [_]). κX est la lettre constante (constant letter)
de l’expression constante κX [Θ¯].
Il faut considérer également la règle d’égalité suivante relative aux constantes
associées aux schémas inductifs :
(κX -EQ)
SCHΓ,X(Θ¯) SCHΓ,X(Θ¯
′) Γ ⊢ κX [Θ¯] : K Γ ⊢ κX [Θ¯′] : K
Γ, X : Type ⊢ Θ¯i = Θ¯′i (i = 1, . . . , n)
Γ ⊢ κX [Θ¯] = κX [Θ¯′] : K
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2.2 Un univers imprédicatif des propositions
La logique interne de UTT r consiste en univers Prop des propositions et le
type de leurs preuves. Ils sont introduits en déclarant les constantes suivantes :
Prop : Type
Prf : (Prop)Type
∀ : (A : Type)((A)Prop)Prop
Λ : (A : Type)(P : (A)Prop)((x : A)Prf(P (x)))Prf(∀(A,P ))
E∀ : (A : Type)(P : (A)Prop)(R : Prf(∀(A,P )))Prop)((g : (x :
A)Prf(P (x)))Prf(R(Λ(A,P, g))))(z : Prf(∀(A,P )))Prf(R(z))
On a l’égalité calculatoire suivante :
E∀(A,P,R, f,Λ(A,P, g)) = f(g) : Prf(R(Λ(A,Pg))).
L’univers des propositions est imprédicatif dans le sens où le quantificateur
universel parcourt des types arbitraires. L’expression ∀(Prop, [X : Prop]Prf(X))
quantifie toutes les propositions, et est elle-même une proposition.
2.3 Univers prédicatif
L’univers prédicatif contient les noms des types et permet de quantifier sur
les types et d’écrire des fonctions qui retournent des types. Les déclarations qui






Les règles d’égalité associées sont les suivantes :
Γ ⊢ valid (T-prop)
Γ ⊢ T(prop) = Prop : Type
Γ ⊢ P : Prop
(T-prf)
Γ ⊢ T(prf(P )) = Prf(P ) : Type
Afin d’introduire les types inductifs dans l’univers, nous avons besoin d’un
opérateur auxiliaire qui collecte les types intervenant dans les schémas inductifs.
Ces opérations sont définies uniquement sur la syntaxe des schémas.
Définition 2.8 (TY PESΓ(Θ¯)). Soit Γ un pré-contexte et soit A, Φ etΘ une petite
sorte, un opérateur strictement positif par rapport à X et un schéma inductif par
rapport à X . Les ensembles TY PESΓ(A), TY PESΓ(Φ) et TY PESΓ(Θ) sont
définis de la manière suivante :
TY PESΓ(A) =df
{
{(Γ, A)} si A est un type
TY PESΓ(A1) ∪ TY PESΓ,x:A1(A2) si A ≡ (x : A1)A2
TY PESΓ(Φ) =df
{
∅ si Φ ≡ X
TY PESΓ(A1) ∪ TY PESΓ,x:A1(Φ0) si Φ ≡ (x : A1)Φ0
TY PESΓ(Θ) =df

∅ si Θ ≡ X
TY PESΓ(A1) ∪ TY PESΓ,x:A1(Θ0) si Θ ≡ (x : A1)Θ0
TY PESΓ(Φ) ∪ TY PESΓ(Θ0) si Θ ≡ (Φ)Θ0
Pour Θ¯ ≡ Θ1, . . . ,Θn, on a TY PESΓ(Θ¯) ≡
⋃
1≤i≤n TY PESΓ(Θi)
Supposons que SCHΓ;X(Θ¯), et présumons qu’il existe un schéma Θ¯
′ tel que
SCHΓ;X(Θ¯
′) et Γ, X : Type ⊢ Θi = Θ′i pour 1 ≤ i ≤ n, et que pour chaque
(Γ′, A) ∈ TY PESΓ(Θ¯
′) il existe un terme a tel que T(a) ≡ A ; alors µX [Θ¯] est
un élément de l’univers :
Γ ⊢ µX [Θ¯] : U et Γ ⊢ T(µX [Θ¯]) = MX [Θ¯] : Type
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2.4 La ϑ-réduction
Nous définissons une nouvelle réduction pour le calcul (voir définition 3.4).
Nous nous intéressons ici à la représentation d’ensembles finis comme types in-
ductifs.
Notons [n] l’ensemble {i ∈ N/1 ≤ i ≤ n}. On définit le type Fn ≡ MX [Θ¯n],
où Θ¯n ≡< X, . . . , X︸ ︷︷ ︸
nfois
>. Rappelons que les termes ιXi [Θ¯n] : Fn représentent les
objets canoniques de Fn et symbolisent les éléments de l’ensemble [n].




Soit la relation de récriture ϑ telle que




σ(n)[Θ¯m])(k)) ϑ E[Θ¯n](C2, aσ(1), ..., aσ(n))(k),
avec :
C ≡ [y : Fm]A : (y : Fm)Type,
C1 ≡ [z : Fn]Fm : (z : Fn)Type et
C2 ≡ [x : Fn]A : (x : Fn)Type ;
et la ϑ-réduction sa fermeture contextuelle.
Nous rajoutons la ϑ-réduction au calcul sous forme de jugement d’égalité :




σ(n)[Θ¯m]) : (Fn)Fm Γ ⊢ k : Fn
(ϑ-eq)




σ(n)[Θ¯m])(k)) = E[Θ¯n](C2, aσ(1), ..., aσ(n))(k) : A
Comme nous l’avons précisé dans l’introduction, la règle (ϑ-eq) permet d’intro-
duire sous forme d’égalité intensionnelle une égalité extensionnelle sur les fonc-
tions entre types finis.
Exemple 2.9. Prenons les ensembles [2], [3], et [4] ainsi que les types finis cor-
respondants F2, F3 et F4. Soit σ : [2] → [3] une permutation telle que pour tout
t ∈ [2] σ(t) = t, et les trois fonctions :
g ≡ E[Θ¯3]([y : F3]F4, 1F4 , 2F4 , 3F4) : (F3)F4,
f ≡ E[Θ¯2]([z : F2]F3, 1F3 , 2F3) : (F2)F3 et
h ≡ E[Θ¯2]([x : F2]F4, 1F4 , 2F4) : (F2)F4.






















La ϑ-réduction nous permet de réduire directement le terme g◦f(x) en h(x), que x
soit un objet canonique ou pas de F2. En effet, en l’absence de la ϑ-réduction nous
devrions employer la réduction relative à l’opérateur de récursion de E[Θ¯2], qui
ne s’applique qu’aux objets canoniques de F2. Plus concrètement, la règle (ϑ-eq)
permet dorénavant de dériver le jugement :
Γ ⊢ E[Θ¯3]([y : F3]F4, 1F4 , 2F4 , 3F4)E[Θ¯2](([z : F2]F3, 1F3 , 2F3)(k)) = E[Θ¯2]([x :
F2]F4, 1F4 , 2F4)(k) : F4 même quand k est une variable.
Il faut noter que si nous considérons trois types finis Fn, Fm et Fp, aux permu-
tations g : [m]→ [p] et f : [n]→ [m] correspondent les termes




g(m)[Θ¯p]) : (Fm)Fp et




f(n)[Θ¯m] : (Fn)Fm respectivement. Par applica-
tion de la ϑ-réduction, on a :














Ce cas particulier n’est autre que la réduction sur les fonctions entre types finis,
introduite par Soloviev et Chemouil dans [SC03] pour un λ-calcul simplement
typé avec types inductifs.
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Chapitre 3
Propriétés du système UTT r
Dans ce chapitre, notre objectif est de montrer que certaines propriétés, comme
la consistance, la terminaison des calculs, sont vérifiées pour le système UTT r.
Or, nous rappelons que UTT r est le système UTT enrichi d’une nouvelle règle
d’égalité concernant les types finis, à savoir la règle (ϑ-eq). Healdene Goguen
a démontré lors de sa thèse [Gog94], sous la direction Rod Burstall et Zhaohui
Luo, que le calcul UTT possède certaines propriétés dont la normalisation forte,
la préservation du type et la confluence. Goguen, afin de réaliser sa preuve, a
développé une sémantique opérationnelle typée pour UTT qu’il nomme UTT S .
Pour construire notre preuve, nous allons donc adapter la technique employée pour
prouver les propriétés de normalisation forte, de confluence et de préservation du
type du système UTT .
Les réductions non typées fournissent une sémantique opérationnelle natu-
relle, c’est-à-dire une description de l’aspect calculatoire pour les théories des
types. Les lemmes de normalisation forte nous apprennent qu’une telle séman-
tique est correcte. Cependant, ces réductions ne prennent pas en compte les in-
formations sur les types et ne nous donnent pas d’informations sur les formes
canoniques des termes. Goguen introduit donc la sémantique opérationnelle typée
qui définit une réduction vers la forme normale pour les termes qui sont bien ty-
pés dans la théorie. Une fois la sémantique opérationnelle typée UTT S définie,
Goguen prouve que ce système vérifie certaines propriétés comme la normalisa-
tion forte, la préservation du type et la confluence puis il transfère ces propriétés
au calcul UTT en démontrant que UTT est correcte par rapport à UTT S . Nous
suivrons dans notre démonstration la même démarche.
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3.1 Plan de la partie technique
1. Le système UTT rS
Dans les sections 3.2.1 et 3.2.2, après avoir introduit quelques notions mé-
tathéoriques, nous définissons notre système UTT rS qui représente la sé-
mantique opérationnelle typée du système UTT r. Pour cela on rajoute au
calcul UTT S la règle suivante qui décrit notre nouvelle réduction avec en
plus des informations concernant le typage.
(W-ϑ)
Γ ⊢S E[Θ¯m](C, a1, ..., am)
nf
−→ E[Θ¯m](C, a1, ..., am) : (Fm)A













−→ v : Fn v ∈ FV (Γ)






−→ E[Θ¯n](C2, aσ(1), ..., aσ(n))(k) : A
Cette règle décrit fidèlement la nouvelle réduction ϑ concernant les types fi-
nis que nous considérons dans cette thèse. Elle est bien sûr directement liée
à la règle d’égalité rajoutée à UTT r. Lors de l’élaboration de cette règle,
nous avions comme impératif, mise à part la description fidèle de la réduc-
tion ϑ, de retrouver évidemment, dans UTT rS , les mêmes propriétés que
UTT S . Le principal enjeu a été d’éviter tout conflit entre la nouvelle règle
(W-ϑ) et toute autre règle, dans le but de préserver les propriétés décrites
dans le lemme 3.13 (Génération) qui stipule que tout jugement dérivable
dans UTT rS n’admet qu’une et une seule dérivation.
Dans la section 3.2.3, la preuve est faite que les propriétés de normalisation
forte, de confluence et de préservation du type sont vérifiées pour le système
UTT rS . Ces preuves sont réalisées au moyen de la définition des prédicats
SCΓ (A) et S
P,A
Γ (M), où Γ est un contexte, C et A sont des sortes, P et M
sont des termes. La définition de ce dernier prédicat est très fortement liée à
la notion de normalisation forte et contient en plus des informations sur le
type. Le résultat le plus significatif est le lemme 3.32 (Réduction). C’est ce
dernier qui va nous permettre d’affirmer que les propriétés que l’on cherche
à prouver sont vérifiées pour UTT rS . Par soucis de clarté, nous avons com-
plètement revu la structure de la preuve du lemme 3.32 par rapport à la
preuve originale réalisée pour le système UTT S . Pour se faire, l’ajout du
lemme 3.31 et un autre principe d’induction ont été nécessaires.
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2. Construction d’un modèle ensembliste classique pour UTT r
Dans la section 3.2.4, nous proposons une sémantique de UTT r dans la
théorie classique des ensembles suivant la preuve de Goguen (voir le cha-
pitre A.2 de l’annexe). Dans ce modèle, les types sont interprétés par des
ensembles de leurs éléments, à l’exception des propositions qui sont uni-
quement vraies ou fausses. Les fonctions sont des fonctions ensemblistes,
les entiers naturels restent des entiers naturels et en général les types in-
ductifs sont interprétés comme étant les plus petits points fixes de leurs
équations inductives. L’importance de ce modèle ensembliste est qu’il va
justifier un autre principe d’induction sur les types qui ne pouvait pas être
justifié syntaxiquement, utile pour la preuve de la section 3.2.5. Ce principe
d’induction en question est décrit dans l’annexe au chapitre A.4.
3. UTT r correcte par rapport à UTT rS
Une fois les propriétés de normalisation forte, de confluence et de préserva-
tion du type pour UTT rS démontrées, il nous reste à transférer ces résultats
vers le système qui nous interesse, c’est-à-dire UTT r. Dans la section 3.2.5
nous fournissons la preuve que UTT r est correcte par rapport à UTT rS en
suivant sans modification majeure la démarche de Goguen. Nous donnons
ici une description des points importants de la preuve sans entrer dans les
détails techniques.
Les preuves de normalisation fortes et de correction sont en général réali-
sées par la construction de modèles. Nous élaborons un modèle inspiré des
modèles de Kripke. Notre première préoccupation dans la construction d’un
modèle est le domaine sémantique de discussion. Dans la section 3.2.5.1, les
objets sémantiques sont définis pour la preuve de correction. Comme nous
prouvons la correction de UTT r par rapport à UTT rS , les premiers com-
posants des objets sémantiques sont les termes dérivables dans UTT rS . Il
est montré que, relativement à n’importe quelle substitution, tous les termes
typables dans UTT r font partie de l’interprétation de leurs sortes, où les
sortes sont interprétées comme étant les ensembles de termes bien typés
dans UTT rS . Les secondes composantes des objets sémantiques sont les
ensembles valués, qui ont pour but de capturer le comportement ensembliste
des éléments de chaque type.
Une fois les objets sémantiques définis, la section 3.2.5.2 poursuit en pro-
posant une interprétation partielle des termes par des objets sémantiques
et des sortes par des ensembles d’objets sémantiques. Le but de notre dé-
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marche étant de démontrer certaines propriétés par rapport à l’ajout d’une
réduction sur les types finis, nous définissons également dans cette section
l’interprétation dans le cas particulier des types finis. Finalement à la sec-
tion 3.2.5.3, on effectue la preuve finale de correction par induction sur les
dérivations de UTT r.
Nous rappelons que dans ce chapitre, nous effectuons la preuve que le sys-
tème UTT r vérifie les propriétés de normalisation forte, de préservation du type
et de confluence. Nous suivons sans modification majeure la preuve réalisée par
healfdene Goguen, lors de sa thèse sous la direction Rod Burstall et Zhaohui Luo,
pour prouver les mêmes propriétés de normalisation forte, de préservation du type
et de confluence pour le système UTT . Par conséquent, nous présenterons dans
notre preuve les modifications portées à la preuve initiale et n’introduirons que
les notions et propriétés nécessaires à la compréhension de notre travail. Pour une
meilleure compréhension des étapes de la preuve de Goguen, nous renvoyons le
lecteur à l’annexe A, et pour voir la preuve complète, nous le renvoyons à [Gog94].
3.2 la sémantique opérationnelle : le systèmeUTT rS
Nous introduisons ici le système UTT rS qui représente une sémantique opé-
rationnelle typée pour le calcul UTT r.
3.2.1 Définitions pour la métathéorie
Dans un premier temps, nous présentons plusieurs notions métathéoriques qui
seront importantes pour la présentation de UTT rS ainsi que pour exposer les pro-
priétés de UTT r.
Définition 3.1 (Sous-dérivation). Soient deux dérivations J1 et J2. J1 est une sous-
dérivation de J2 si J1 apparaît comme un sous-arbre de J2.
Définition 3.2 (Equivalence syntaxique). Deux termes sont équivalents syntaxi-
quement,M ≡ N , s’ils sont identiques au renommage des variables liées près.
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Définition 3.3 (Famille de Pré-schémas). Soit X une variable.
• Une sorteΦ est un opérateur pré-positif par rapport àX , notation PPOSX(Φ),
si :
– Φ ≡ El(X) ou
– (x : A)Φ0, où A est une petite sorte et PPOSX(Φ0).
• Une sorteΘ est un pré-schéma inductif par rapport àX , notation PSCHX(Θ),
si :
– Θ ≡ El(X),
– (x : A)Θ0, où A est une petite sorte et PSCHX(Θ0), ou
– (Φ)Θ0, où PPOSX(Φ) et PSCHX(Θ0).
• Une séquence finie de sortes 〈Θ1, . . . ,Θn〉, notée Θ¯, est une famille de pré-
schémas par rapport àX , notation PSCHX(Θ1, . . . ,Θn), si PSCHX(Θi)
pour 1 ≤ i ≤ n.
Définition 3.4 (Réductions non typées). On introduit les relations de récriture
suivantes :
• ([x : A1]M0)(M2) β [M2/x]M0
• [x : A1]M(x) η M x 6∈ FV (M)
• E∀(A1, P1, R, f,Λ(A2, P2, g)) o f(g)
• EX [Θ¯1](C, f¯ , ι
X
i [Θ¯2](a¯)) o fi(a¯,Φ
♮
i1
[MX [Θ¯3], C, E
X [Θ¯3](C
′, f¯ ′), ai], . . . )
• T (prop) o Prop
• T (prf(P )) o Prf(P )
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• T (µX [Θ¯]) o MX [Θ¯]





E[Θ¯n](C2, aσ(1), ..., aσ(n))(k)
On note  pour désigner la fermeture contextuelle de l’ensemble des récritures
précédentes. Un termeM est un rédex s’il existe N tel queMβηϑoN .
Définition 3.5. Soit R une relation de récriture sur les termes, la réduction R
est sa fermeture contextuelle.
On note M +R N pour la fermeture transitive de la réduction R et M 
∗
R N
pour la fermeture réflexive transitive de R.
Définition 3.6. Un terme est fortement normalisant si toute séquence de réduc-
tions partant de ce terme termine.
Définition 3.7 (Pre-redex). On dit qu’un terme M est un full pre-redex si M est
une abstraction ou de la forme E∀(A,P,R, f), EX [Θ¯](C, f¯) ou T .
SiM est un full pre-redex et queM n’est pas une abstraction alors on dit queM
est un object-level full pre-redex.
Un terme qui est un full pre-redex ou un sous-terme deE∀(A,P,R, f) ouEX [Θ¯](C, f¯)
est un pre-redex.
Définition 3.8 (Terme de base). On définit la notion de terme de base inductive-
ment de la manière suivante :
• Les variables sont des termes de base.
• SiM1 est un terme de base alorsM1(M2) est un terme de base.
• Si M2 est un terme de base et M1 est un object-level full pre-redex alors
M1(M2) est un terme de base.
Définition 3.9 (Forme normale de tête faible). Un termeM est en forme normale
de tête faible siM est un terme de base ou un pre-redex.
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Définition 3.10 (Forme normale). Un terme M ou une sorte A est en forme nor-
male si :
• M est une variable.
• A ≡ (x : A1)A2, où A1 et A2 sont en forme normale ;
• M ≡ [x : A1]M0, où A1 est normale et M0 est normal et pas de la forme
N(x) avec x 6∈ FV (N) ;
• M ≡ M1(M2), où M1 et M2 sont en forme normale et M1(M2) n’est pas
un redex ;
• A ≡ Type ;
• A ≡ El(M), etM est normal ;
• M est une constante ;
• M ≡ κX [Θ¯], où Θi est normale pour 1 ≤ i ≤ n.
Lemme 3.11. SiM est en forme normale alorsM n’admet aucune réduction.
Démonstration. Par induction sur les termes en forme normale.
A cause de la présence des règles de substitution qui sont admissibles, le sys-
tème UTT r n’est pas le plus pratique pour raisonner. On introduit donc le cal-
cul UTT r− dont les jugements sont les mêmes que ceux de UTT r mais qui ne
contient pas de règles de substitution. Le symbole ⊢− est employé pour indiquer
qu’un jugement a été dérivé dans UTT−. Il faut donc prouver la complétude de
UTT r par rapport à UTT r−.
Lemme 3.12 (Complétude de UTT r par rapport à UTT r−). Si le jugement Γ ⊢−
J est dérivable alors Γ ⊢ J est dérivable.
Démonstration. Par induction sur les dérivations, à l’aide du lemme 4.23 du cha-
pitre 4.
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3.2.2 Jugements et dérivations
Les formes de jugement pour UTT rS et leurs significations intuitives sont les
suivantes :
• Γ ⊢S valid, signifie que Γ est un contexte valide ;
• Γ ⊢S A
nf
−→ B, signifie que la sorte A admet une forme normale qui est la
sorte B et que A et B sont des sortes valides dans le contexte Γ ;
• Γ ⊢S M
nf
−→ P : A, signifie que le terme M admet une forme normale P
de sorte A dans le contexte Γ ;
• Γ ⊢S M
wh
−→ N : A, signifie que M se réduit en N en un pas, par une
stratégie externe de réduction, de plus M et N sont des termes de sorte A
dans le contexte Γ.
Nous considérons également les abréviations suivantes :
• Γ ⊢S M : B, s’il existe un terme P tel que Γ ⊢S M
nf
−→ P : B ;
• Γ ⊢S Akind, s’il existe une sorte B telle que Γ ⊢S A
nf
−→ B ;
• Γ ⊢S M ↓ N [P ] : B, si Γ ⊢S M
nf
−→ P : B et Γ ⊢S N
nf
−→ P : B ;
• Γ ⊢S A ↓ B[C], si Γ ⊢S A
nf
−→ C et Γ ⊢S B
nf
−→ C ;
• SCHSΓ,X(Θ¯), si Γ ⊢




pour 1 ≤ i ≤ n ;
• Γ ⊢S Θ¯ ↓ Θ¯′[Θ¯′′], si Γ ⊢S valid, PSCHX(Θ¯), PSCHX(Θ¯
′) et Γ, X :
Type ⊢S Θi ↓ Θ′i[Θ¯
′′] pour 1 ≤ i ≤ n.
UTT rS est définie comme la plus petite relation définie par les règles d’inférence







−→ B x /∈ FV (Γ)
(S-Weak)
Γ, x : A ⊢S valid
• Forme canonique




Γ, x : K,Γ′ ⊢S x
nf
−→ x : B
Γ ⊢S A1
nf




Γ ⊢S (x : A1)A2
nf
−→ (x : B1)B2
Γ ⊢S A1
nf
−→ B1 Γ, x : A1 ⊢
S M0
nf
−→ N0 : B2 (S-λ)
Γ ⊢S [x : A1]M0
nf
−→ [x : B1]N0 : (x : B1)B2
avec N0 6≡ N(x) avec x /∈ FV (N).
Γ ⊢S A1
nf
−→ B1 Γ, x : A1 ⊢
S M0
nf
−→ N(x) : B2 Γ ⊢
S N
nf
−→ P : (x : B1)B2 (S-η)
Γ ⊢S [x : A1]M0
nf
−→ P : (x : B1)B2
Γ ⊢S M1
nf
−→ N1 : (x : B1)B2 Γ ⊢
S M2
nf







−→ N1(N2) : C
oùM1(M2) est en forme normale de tête faible.











Γ ⊢S valid (S-C)
Γ ⊢S c
nf
−→ c : A




−→ N : B Γ ⊢S N
nf
−→ P : B (S-WH)
Γ ⊢S M
nf
−→ P : B
Γ ⊢S A
nf
−→ B x /∈ FV (Γ)
(S-Weak)
Γ, x : A ⊢S valid
• Forme de schéma canonique
Γ ⊢S SCHSΓ,X(Θ¯)
(S-M)





Γ ⊢S ιXi [Θ¯]
nf
−→ ιXi [Θ¯
′] : Θ(MX [Θ¯′])
avec 1 ≤ i ≤ n
Γ ⊢S SCHSΓ,X(Θ¯)
Γ ⊢S EX [Θ¯]
wh











◦[MX [Θ¯′], C, iXn [Θ¯
′]])(z : MX [Θ¯′])C(z)
Γ ⊢S Θ¯ ↓ Θ¯′[Θ¯′′]
(S-µ)
Γ ⊢S µX [Θ¯]
nf
−→ µX [Θ¯′′] : Type
où (Γ′, A) ∈ TY PESΓ(Θ¯′) implique A ≡ T (α).
• Réduction de tête faible
Γ ⊢S [x : A1]M0 : (x : B1)B2 Γ ⊢





Γ ⊢S ([x : A1]M0)(M2)
wh
−→ [M2/x]M0 : C
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Γ ⊢S E∀(A1, P1, R, f)
nf
−→ E∀(A3, P3, R
′, f ′)) : (M : Prf(∀(A3, P3)))S
Γ ⊢S Λ(A2, P2, g)
nf
−→ Λ(A3, P3, g
′) : Prf(∀(A3, P3, g
′))




Γ ⊢S E∀(A1, P1, R, f,Λ(A2, P2, g))
wh
−→ f(g) : B
(W-E∀)
Γ ⊢S EX [Θ¯1](C, f¯)
nf
−→ EX [Θ¯3](C
′, f¯ ′) : (M : MX [Θ¯3])D
Γ ⊢S ιXi [Θ¯2](a¯)
nf
−→ ιXi [Θ¯3](a¯
′) : MX [Θ¯3]
Γ ⊢S C(ιXi [Θ¯2](a¯))
nf
−→ B







[MX [Θ¯3], C, E
X [Θ¯3](C
′, f¯ ′), ai], . . . ) : B
(W-EX [Θ¯])
Γ ⊢S prop : El(U)
(W-prop)
Γ ⊢S T (prop)
wh
−→ Prop : Type
Γ ⊢S prf(P ) : El(U)
(W-prf)
Γ ⊢S T (prf(P ))
wh
−→ Prf(P ) : Type
Γ ⊢S µX [Θ¯] : El(U)
(W-µ)
Γ ⊢S T (µX [Θ¯])
wh
−→MX [Θ¯] : Type
Γ ⊢S M1
wh
−→ N1 : (x : A1)A2 Γ ⊢







−→ N1(M2) : B
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Γ ⊢S M1 : (x : B1)B2 Γ ⊢
S M2
wh








oùM1 est un full object-level pre-redex.
• Nouvelle réduction
Γ ⊢S E[Θ¯m](C, a1, ..., am)
nf
−→ E[Θ¯m](C, a1, ..., am) : (Fm)A













−→ v : Fn v ∈ FV (Γ)






−→ E[Θ¯n](C2, aσ(1), ..., aσ(n))(k) : A
(W-ϑ)
Avec :
Θ¯m ≡< X, . . . , X︸ ︷︷ ︸
mfois
>, Θ¯n ≡< X, . . . , X︸ ︷︷ ︸
nfois
>,
σ : [n]→ [m],
C ≡ [y : Fm]A : (y : Fm)Type,
C1 ≡ [z : Fn]Fm : (z : Fn)Type,
C2 ≡ [x : Fn]A : (x : Fn)Type, et tous les ai sont en forme normale.
3.2.3 Propriétés de UTT rS
Nous présentons ici plusieurs propriétés de UTT rS .
Le lemme 3.13(Génération) est très important dans l’établissement de la séman-
tique opérationnelle typée UTT rS , car il intervient dans la preuve de nombreux
lemmes. Nous avons veillé lors de l’ajout de notre nouvelle règle à préserver cette
propriété.
Lemme 3.13 (Génération). Si un jugement est dérivable dansUTT rS , alors quelque
soit la dérivation de ce jugement, elle se termine par une dernière règle d’infé-
rence unique et déterminée .
Démonstration. Preuve par induction sur les dérivations.
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Nous partons du principe que cette preuve est déjà réalisée dans le cadre du sys-
tème UTT S .
Prenons un jugement qui peut être généré par la nouvelle règle (W-ϑ) et voyons si
une autre règle pourrait générer ce même jugement.
La règle (W-ϑ) représente une réduction concernant des types inductifs faisant in-
tervenir leurs termes de recursion. Naturellement la seule règle avec laquelle elle
pourrait être en concurrence serait la règle (W-EX [Θ¯]).
Si le jugement






−→ E[Θ¯n](C2, aσ(1), ..., aσ(n))(k) : A
est dérivable par application de la règle (W-ϑ) , on a forcément pour prémisse
Γ ⊢S k
nf
−→ v : Fn v ∈ FV (Γ). Premièrement k ne peut pas être de la




σ(n)[Θ¯m])(k) n’est pas de
la forme ιXi [Θ¯m]. On ne peut donc pas employer la règle (W-E
X [Θ¯]) pour l’appli-
cation du termeE[Θ¯m](C, a1, ..., am) au termeE[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)[Θ¯m])(k).
Deuxièmement, la forme normale de k étant une variable v,E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)[Θ¯m])(k)
ne peut se réduire en un terme de la forme canonique ιXi [Θ¯m] . Il ne sera pas non










σ(n)[Θ¯m])(k) par la règle (W-Obj).
Corollaire 3.14. Si un jugement est dérivable dans UTT rS , alors il existe une et
une seule dérivation de ce jugement dans UTT rS .
Lemme 3.15 (Unicité de la forme normale).
• Si Γ ⊢S M
nf
−→ P : B et Γ ⊢S M
nf
−→ Q : C alors P ≡ Q et B ≡ C.
• Si Γ ⊢S A
nf
−→ B et Γ ⊢S A
nf
−→ C alors B ≡ C.
Démonstration. Par induction sur les dérivations utilisant le lemme 3.13(Génération).
Lemme 3.16 (Validité de contexte). Toute dérivation du jugement Γ0,Γ1 ⊢S J
admet une sous-dérivation du jugement Γ0 ⊢S valid.
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Démonstration. Preuve par induction sur les dérivations.
Corollaire 3.17. Si le jugement Γ0, x : A,Γ1 ⊢S J est dérivable dans UTT rS ,




Démonstration. Par le lemme 3.16, on sait qu’il existe une dérivation de Γ0, x :
A ⊢S valid. De plus, grâce au lemme 3.13, on sait qu’il existe une sous-dérivation
de Γ0 ⊢S A
nf
−→ B pour un certain B, par rapport à la règle (S-Weak).
Lemme 3.18 (Complétude pour UTT r−).
• Si Γ ⊢S valid alors Γ ⊢− valid.
• Si Γ ⊢S A
nf
−→ B alors Γ ⊢− Akind et Γ ⊢− A = B.
• Si Γ ⊢S M
nf
−→ P : A alors Γ ⊢− M : A et Γ ⊢− M = P : A.
• Si Γ ⊢S M
wh
−→ N : A alors Γ ⊢− M : A et Γ ⊢− M = N : A.
Démonstration. Preuve par induction sur les dérivations.
Considérons le cas de la règle (W-ϑ). Par hypothèse d’induction nous avons les
jugements suivants :
• (1) Γ ⊢− E[Θ¯m](C, a1, ..., am) : (Fm)A,
• (2) Γ ⊢− E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)[Θ¯m]) : (Fn)Fm,
• (3) Γ ⊢− k : Fn,
• (4) Γ ⊢− E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)[Θ¯m])(k) : Fm
Dans un premier temps, les jugements (1) et (4) nous permettent de dériver le ju-
gement Γ ⊢− E[Θ¯m](C, a1, ..., am)(E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)[Θ¯m])(k) : A en
appliquant la règle (5.5). Dans un second temps, à partir des jugements (1),(2) et
(3), en appliquant la règle (ϑ-eq), nous pouvons dériver
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Γ ⊢− E[Θ¯m]([x : Fm]A, a1, ..., an)(E[Θ¯n]([x : Fn]Fm, bσ(1), ..., bσ(n))(k) =
E[Θ¯n]([x : Fn]A, aσ(1), ..., aσ(n))(k) : A.
Lemme 3.19 (Contexte). Si le jugement Γ ⊢S J est dérivable, alors Γ est un
contexte. De plus :
• si Γ ⊢S A
nf
−→ B, alors FV (A) ⊆ dom(Γ) et FV (B) ⊆ dom(Γ) ;
• si Γ ⊢S M
nf
−→ P : B, alors FV (M) ⊆ dom(Γ), FV (P ) ⊆ dom(Γ) et
FV (B) ⊆ dom(Γ) ;
• si Γ ⊢S M
wh
−→ N : B, alors FV (M) ⊆ dom(Γ), FV (N) ⊆ dom(Γ) et
FV (B) ⊆ dom(Γ).
Démonstration. Preuve par induction sur les dérivations.
Définition 3.20 (Renommage). Un renommage est une substitution δ de∆ vers Γ
telle que pour chaque (x : A) ∈ Γ nous avons δ(x) ≡ y et (y : δˆ(A)) ∈ ∆.
δˆ(M) représenteM dans lequel toutes les variables libres v sont remplacées par
δ(v).
Lemme 3.21.
• Si δ est un renommage de ∆ vers Γ et φ est un renommage de Φ vers ∆
alors φ ◦ δ est un renommage de Φ vers Γ.
• SiM est un terme en forme normale de tête faible et δ est un renommage de
∆ vers Γ alors δˆ(M) est normal de tête faible.
Démonstration. Voir [Gog94].
Lemme 3.22 (Renommage). Si δ est un renommage de ∆ vers Γ alors :
• si Γ ⊢S A
nf




• si Γ ⊢S M
nf
−→ P : A, alors ∆ ⊢S δˆ(M)
nf
−→ δˆ(P ) : δˆ(A).
Démonstration. Preuve par induction sur les dérivations.
Corollaire 3.23. Si le jugement Γ ⊢S J est dérivable, et que∆ est un contexte va-
lide qui contient tous les composants de Γ, alors le jugement∆ ⊢S J est dérivable.
Démonstration. Par induction sur les dérivations.
Lemme 3.24 (Remplacement de contexte). Si Γ0 ⊢S A ↓ B[C] et Γ0, x : A,Γ1 ⊢S
J , alors Γ0, x : B,Γ1 ⊢S J .
Démonstration. Par induction sur les dérivations.
Lemme 3.25 (Renforcement). On suppose que z est une variable telle que z 6∈
FV (Γ1), alors :
• si Γ0, z : C,Γ1 ⊢S valid, alors Γ0,Γ1 ⊢S valid ;
• si Γ0, z : C,Γ1 ⊢S A
nf
−→ B et z 6∈ FV (A), alors Γ0,Γ1 ⊢S A
nf
−→ B ;
• si Γ0, z : C,Γ1 ⊢S M
nf
−→ P : A et z 6∈ FV (M), alors Γ0,Γ1 ⊢S M
nf
−→
P : A ;
• si Γ0, z : C,Γ1 ⊢S M
wh




Démonstration. Par induction sur les dérivations.
Le calcul UTT rS étant une synthèse des réductions et des règles de typage
de UTT rS , nous pouvons montrer la relation entre les réductions non typées et le
typage dans UTT rS .
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Lemme 3.26 (Adequation pour les réductions non typées).
• Si Γ ⊢S M
nf
−→ P : A, alors P est en forme normale et il existe un N tel
queM ∗βoϑ N 
∗
η P .
• Si Γ ⊢S A
nf




• Si Γ ⊢S M
wh
−→ N : A, alorsM βoϑ N .
Démonstration. Par induction sur les dérivations.
Corollaire 3.27.
• Si Γ ⊢S M
nf
−→ P : A etM est en forme normale, alorsM ≡ P .
• Si Γ ⊢S A
nf
−→ B et A est en forme normale, alors A ≡ B.
Démonstration. Considérons le premier cas. Grâce au lemme 3.26 on sait que
M∗P . De plusM étant en forme normale,M n’admet aucune réduction (lemme
3.11).
Nous présentons ici deux prédicats utilisés par Goguen dans sa preuve. Ces
prédicats dans leur définition incluent les notions de normalisation forte, de pré-
servation de type et de confluence.
Définition 3.28. Les prédicats SCΓ (A) et S
P,A
Γ (M) sont définis comme étant la
plus petite relation telle que :
• on a SCΓ (A), si Γ ⊢
S A
nf
−→ C et pour tout B si AB alors SCΓ (B) ;
• on a SP,AΓ (M) si
– Γ ⊢S M
nf
−→ P : A,
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– pour tout N siM N alors SP,AΓ (N), et




CCΓ (A) et C
P,A
Γ (M) sont les mêmes prédicats que S
C
Γ (A) et S
P,A
Γ (M) à la diffé-
rence que, au lieu de AB etM N , nous avons A+ B etM + N .
Lemme 3.29 (Propriétés des prédicats ).
• Si SP,AΓ (M), alors Γ ⊢
S M
nf
−→ P : A.
• Si SP,AΓ (M), alorsM est fortement normalisant.
• Si SP,AΓ (M) etM 
∗ N , alors SP,AΓ (N).
• On a SP,AΓ (M) si et seulement si C
P,A
Γ (M).
• Si SP,AΓ (M) et N est un sous-terme de M , alors il existe Q et B tels que
SQ,BΓ (N).
• Si Γ0 ⊢S C ↓ D[E] alors :








• Si z est une variable telle que z 6∈ FV (Γ1) alors :








Démonstration. Par induction sur les preuves de SCΓ (A) et S
P,A
Γ (M).
Remarque 3.30. Le résultat le plus important de cette section est le lemme 3.32.
C’est en effet ce lemme qui établit le fait que tous les termes et les sortes deUTT rS
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vérifient les deux prédicats de la définition 3.28, prédicats, qui nous le rappelons,
incluent toutes les propriétés désirées dans leur définition. La preuve faite par Go-
guen dans sa thèse pour ce lemme dans le cas du système UTT S , manque selon
nous, de clarté notamment au niveau du principe d’induction qu’il utilise. Nous
avons donc complètement revu la structure de cette preuve. Afin d’améliorer la
preuve du lemme 3.32 que nous devons de toute façon modifier - car l’ajout de
notre nouvelle reduction nous y oblige - nous avons jugé nécessaire l’ajout du
3.31. De plus, il nous a fallu proposer un nouveau principe d’induction que l’on
présente dans la remarque 3.33.
Lemme 3.31 (Jugements sous-termes). Si Γ ⊢S M
nf
−→ P : A, Γ ⊢S M
wh
−→ P :
A ou Γ ⊢S M
nf
−→ P , alors pour tout Mi sous-terme de M il existe B et Q tels
que Γ,∆ ⊢S Mi
nf
−→ B : Q ou Γ,∆ ⊢S Mi
nf
−→ B.
Démonstration. Par induction sur les dérivations. On parcourt les formes pos-
sibles deM .
• SiM ≡ X , où X est une variable, la conclusion est évidente.
• Si M ≡ [x : A]M1, le jugement Γ ⊢S [x : A]M
nf
−→ P est obtenu par
une des règles suivantes :
– (S-λ), dans ce cas on retrouve comme prémisses Γ ⊢S A
nf
−→ B et
Γ, x : A ⊢S M
nf
−→ N : B ;
– (S-η), dans ce cas on retrouve comme prémisses Γ ⊢S A
nf
−→ B et
Γ, x : A ⊢S M
nf
−→ N(x) : B2.
• SiM ≡ M1(M2), le jugement Γ ⊢S M1(M2)
nf/wh
−→ P : A est obtenu par
une des règles suivantes :
– (S-App), dans ce cas on retrouve comme prémisses Γ ⊢S M1
nf
−→ N1 :
(x : B1)B2 et Γ ⊢S M2
nf
−→ N2 : B1 ;
– (W-β), dans ce cas M1(M2) est de la forme ([x : A]N1)(N2), et on re-
trouve comme prémisses Γ ⊢S [x : A]N1 : (x : B1)B2 et Γ ⊢S N2 : B1 ;
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– (W-E[Θ]), ici M1(M2) est de la forme E[Θ](c, f)(ιXi [Θ](a)), on re-
trouve comme prémisses Γ ⊢S E[Θ](c, f)
nf
−→ P : A et Γ ⊢S (ιXi [Θ](a))
nf
−→
Q : B ;
– (W-prop), iciM1(M2) est de la forme T (prop), où T est une constante
et comme prémisse on a Γ ⊢S prop : El(U) ;
– (W-prf), iciM1(M2) est de la forme T (prf(P )), où T est une constante
et comme prémisse on a Γ ⊢S prf(P ) : El(U) ;
– (W-µ), ici M1(M2) est de la forme T (µ[Θ]), où T est une constante et
comme prémisse on a Γ ⊢S µ[Θ] : El(U) ;
– (W-App), on retrouve comme prémisses Γ ⊢S M1
wh
−→ N1 : (x : A1)A2
et Γ ⊢S M2
nf
−→ N2 : A1 ;
– (W-obj), on retrouve comme prémisses Γ ⊢S M1
wh
−→ N1 : (x : A1)A2
et Γ ⊢S M2
wh
−→ N2 : A1 ;
– (W-ϑ), iciM1(M2) est de la forme




σ(n)[Θ¯m])(k) et on retrouve





−→ v : Fn et Γ ⊢S E[Θ¯m](C, a1, ..., am) : (Fm)A.
• SiM est de la formeMX [Θ],ιXi [Θ],E[Θ] ou µ[Θ] qui sont des expressions
constantes de la forme κ[Θ], alors les jugements Γ ⊢S κ[Θ]
nf
−→ P : A sont
dérivés par des règles dont la prémisse est SCHSΓ,X(Θ). Par définition de
SCH () et par hypothèse d’induction, on peut conclure.
• Si M ≡ El(M1), on dérive le jugement Γ ⊢S El(M1)
nf
−→ El(N) par la
règle (S-El) qui a pour prémisse Γ ⊢S M1
nf
−→ N : Type.
• SiM ≡ (x : El(M1))El(M2), on dérive le jugement Γ ⊢S (x : El(M1))El(M2)
nf
−→
(x : El(M ′1))El(M
′




El(M ′1) et Γ, x : El(M1) ⊢ El(M2)
nf
−→ El(M ′2), par hypothèse d’induc-
tion on peut conclure.
• Si M est de la forme T , prf , prop, Prop ou Type qui sont des constantes,
la règle (S-C) nous permet de conclure.
Lemme 3.32 (Réduction).
• Si Γ ⊢S A
nf
−→ B alors SBΓ (A).
• Si Γ ⊢S M
nf
−→ P : A alors SP,AΓ (M).
• Si Γ ⊢S M
wh
−→ N : A et SP,AΓ (N) alors S
P,A
Γ (M).
Remarque 3.33 (Nouvelle induction). Dans la preuve qui suit nous serons ame-
nés à utiliser l’induction suivante.
Considérons l’ensemble des n-uplets (A1, . . . , An), où les Ai (pour 1 ≤ i ≤ n),
sont des arbres, muni de la relation d’ordre≺. On a (A1, . . . , An) ≺ (A′1, . . . , A
′
n)
si et seulement si, il existe un i tel que pour tout j < i on a Aj = A′j ∧ Ai < A
′
i.
L’expression (Ai < A′i) signifie que Ai est un sous-arbre de A
′
i. L’ensemble des
n-uplets (A1, . . . , An) muni de la relation ≺ représente un ordre partiel.
Considérons d(SNi,AiΓi (Mi)), la preuve du prédicat S
Ni,Ai
Γi
(Mi), qui est un arbre.
Nous réaliserons notre induction sur l’ensemble des n-uplets




Pour les preuves que nous aurons à effectuer, le cas de base pour cette induction
se situe lorsque l’ensemble des Mi pour 1 ≤ i ≤ n, sont des termes en forme
normale.







SN2,B1Γ (M2) =⇒ S
N1(N2),C
Γ (M1(M2)). M1(M2) étant en forme normale de
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tête faible.
Pour cela nous devons montrer que :
(a) Γ ⊢S M1(M2)
nf
−→ N1(N2) : C,




(c) pour toutMi sous-termes deM1(M2), il existe B et Q tels que Γ,∆ ⊢S
Mi
nf
−→ B : Q.
– Montrons (a).





et que M1(M2) est en forme normale de tête faible. Par conséquent on a
Γ ⊢M1
nf
−→ N1 : (x : B1)B2 , Γ ⊢M2
nf
−→ N2 : B1, Γ ⊢ [M2/x]B2
nf
−→
C etM1(M2) est en forme normale de tête faible. En appliquant la règle
(S-App) on obtient Γ ⊢S M1(M2)
nf
−→ N1(N2) : C.






Deux cas sont à examiner :
∗ M1 ⊲ M
′





d’induction on trouve SN1(N2),CΓ (M
′
1(M2)). Nous pouvons, en effet, ap-
pliquer l’hypothèse d’induction car l’arbre d(SN1,(x:B1)B2Γ (M
′
1)) est un























par hypothèse d’induction on peut conclure que SN1(N2),CΓ (M1(M
′
2)) ;




2), par hypothèse d’induction
on peut conclure que SN1(N2),CΓ (M1(M
′
2)).
– Montrons (c) :
Il a été montré en (a) que Γ ⊢S M1(M2)
nf
−→ N1(N2) : C. Le lemme
3.31 nous permet de conclure.
Revenons à notre démonstration initiale. Par hypothèse d’induction on a
SCΓ ([M2/x]B2), S
N1,(x:B1)B2
Γ (M1) et S
N2,B1
Γ (M2), de plus nous savons que
M1(M2) est en forme normale de tête faible par hypothèse. On peut conclure
que SN1(N2),CΓ (M1(M2)).
• (W-β).
Prouvons d’abord SCΓ ([M2/x]B2), S
N,(x:B1)B2
Γ (x : A1[M0]), S
N1,B1
Γ (M2) et
SP,CΓ ([M2/x]M0) =⇒ S
P,C
Γ (([x : A1]M0)(M2)).
Nous devons montrer :
(a) Γ ⊢S ([x : A1]M0)(M2)
nf
−→ P : C,
(b) ([x : A1]M0)(M2) ⊲ V implique que S
P,C
Γ (V ) et
(c) pour tout Mi sous-termes de ([x : A1]M0)(M2), il existe B et Q tels
que Γ,∆ ⊢S Mi
nf
−→ B : Q.
– Montrons (a) :
Par hypothèse on a SCΓ ([M2/x]B2), S
N,(x:B1)B2
Γ (x : A1[M0]) et S
N1,B1
Γ (M2),
on en déduit Γ ⊢S [M2/x]B2
nf
−→ C, Γ ⊢S x : A1[M0]
nf
−→ N : (x :
B1)B2 et Γ ⊢S M2
nf
−→ N1 : B1. En appliquant la règle (W-β) on trouve
Γ ⊢S ([x : A1]M0)(M2)
wh
−→ [M2/x]M0 : C. De plus, on sait par hypo-
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thèse que SP,CΓ ([M2/x]M0), alors Γ ⊢
S [M2/x]M0
nf
−→ P : C. La règle
(S-WH) nous permet de conclure.
– Montrons (b) par une induction sur le n-uplet :
(d(SCΓ ([M2/x]B2)), d(S
N,(x:B1)B2





Soit V tel que ([x : A1]M0)(M2) ⊲ V . Examinons les cas suivants.
∗ V ≡ [M2/x]M0, par hypothèse on a S
P,C
Γ ([M2/x]M0).
∗ V ≡ ([x : A′1]M0)(M2) avec A1 ⊲ A
′
1. Dans ce cas [x : A1]M0 ⊲ [x :
A′1]M0, par définition on a S
N,(x:B1)B2
Γ (x : A
′
1[M0]), on peut conclure
par hypothèse d’induction que SP,CΓ (([x : A
′
1]M0)(M2)).
∗ V ≡ ([x : A1]M
′
0)(M2) avec M0 ⊲ M
′
0. Dans ce cas [x : A1]M0 ⊲ [x :
A1]M
′









0), on peut conclure par hypothèse d’induction.
∗ V ≡ ([x : A1]M0)(M
′
2) avec M2 ⊲ M
′
2. Dans ce cas [M2/x]B2 ⊲
[M ′2/x]B2 et [M2/x]M0⊲[M
′











2/x]M0) on peut conclure.
– Montrons (c).
Il a été montré en (a) que Γ ⊢S ([x : A1]M0)(M2)
nf
−→ P : C. Le lemme
3.31 nous permet de conclure.
Revenons à notre démonstration initiale. Par hypothèse d’induction on a :
SCΓ ([M2/x]B2), S
N,(x:B1)B2
Γ (x : A1[M0]) et S
N1,B1
Γ (M2). Par hypothèse on
a SP,CΓ ([M2/x]M0). On obtient S
P,C
Γ (([x : A1]M0)(M2)).
• (W-ϑ).








SP4,AΓ (E[Θ¯n](C2, aσ(1), ..., aσ(n))(k)) et S
v,Fn
Γ (k) =⇒






Pour cela nous devons montrer que :






(b) E[Θ¯m](C, a1, ..., am)(E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)[Θ¯m])(k) ⊲ V im-
plique que SP4,AΓ (V ) et
(c) pour toutMi sous-termes deE[Θ¯m](C, a1, ..., am)(E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)[Θ¯m])(k),
il existe B et Q tels que Γ,∆ ⊢S Mi
nf
−→ B : Q.
– Montrons (a).
Par hypothèse on a :
S
P1,(Fm)A







et Sv,FnΓ (k), on en déduit Γ ⊢
S E[Θ¯m](C, a1, ..., am)
nf
−→ P1 : (Fm)A,






−→ P2 : (Fn)Fm, Γ ⊢S
k
nf
−→ v : Fn. En appliquant la règle (W-ϑ) on obtient :







E[Θ¯n](C2, aσ(1), ..., aσ(n))(k) : A.
De plus, on sait par hypothèse que SP4,AΓ (E[Θ¯n](C2, aσ(1), ..., aσ(n))(k)),




– Montrons (b), par une induction sur le n-uplet :
(d(S
P1,(Fm)A









Γ (E[Θ¯n](C2, aσ(1), ..., aσ(n))(k)))).
Soit V tel que




σ(n)[Θ¯m])(k) ⊲ V ,
par définition de la règle (W-ϑ) nous savons que les termesE[Θ¯m](C, a1, ..., am)
et E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)[Θ¯m]) sont déjà en forme normale.
Les cas suivants sont à examiner.
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∗ V ≡ E[Θ¯n](C2, aσ(1), ..., aσ(n))(k), par hypothèse on a
SP4,AΓ (E[Θ¯n](C2, aσ(1), ..., aσ(n))(k)), on peut conclure.






k⊲k′. Dans ce casE[Θ¯n](C2, aσ(1), ..., aσ(n))(k)⊲E[Θ¯n](C2, aσ(1), ..., aσ(n))(k′).
Par hypothèse et par définition on a Sv,FnΓ (k
′) et SP4,AΓ (E[Θ¯n](C2, aσ(1), ..., aσ(n))(k
′)).
On peut appliquer l’hypothèse d’induction et conclure par






– Montrons (c) :
Il a été montré en (a) que Γ ⊢S E[Θ¯n](C2, aσ(1), ..., aσ(n))(k)
nf
−→ P4 : A.
Le lemme 3.31 nous permet de conclure.
Revenons à notre démonstration initiale. Par hypothèse d’induction on a :
S
P1,(Fm)A







et Sv,FnΓ (k). Par hypothèse, on a S
P4,A
Γ (E[Θ¯n](C2, aσ(1), ..., aσ(n))(k)). On





Tous les résultats importants concernant les réductions sont les corollaires des
lemmes 3.32, 3.26, et 3.29, qui suivent.
Corollaire 3.34 (Préservation du type pour UTT rS). Si Γ ⊢S M
nf
−→ P : A et
M ⊲∗ N , alors Γ ⊢S N
nf
−→ P : A.
Corollaire 3.35 (Normalisation forte pour UTT rS). Si Γ ⊢S M
nf
−→ P : A, alors
M est fortement normalisant.
Corollaire 3.36 (Confluence pour UTT rS). Si Γ ⊢S M
nf
−→ P : A, M ⊲∗ M1 et
M ⊲∗ M2, alorsM1 ⊲∗ P etM2 ⊲∗ P .
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Les propriétés de normalisation forte, de préservation du type et de confluence
sont démontrées pour UTT rS . Toujours en suivant le procédé de Goguen, il faut
maintenant transférer ces propriétés au calcul UTT r en prouvant que UTT r est
correcte par rapport à UTT rS .
3.2.4 Construction d’unmodèle ensembliste classique pourUTT r
Dans cette section, toujours en suivant la preuve réalisée par Goguen, nous
construisons un modèle ensembliste classique pour UTT r afin de proposer un
nouveau principe d’induction nécessaire pour prouver que UTT rS est correcte
par rapport à UTT rS . Pour plus de détails concernant la construction de ce mo-
dèle ensembliste, nous renvoyons le lecteur à la section A.2 de l’annexe.
Par rapport à la démarche de Goguen, le seul lemme dont la preuve est modi-
fiée par l’ajout de la règle ϑ-eq est le lemme suivant.
Lemme 3.37 (Correction de UTT r− par rapport au modèle ensembliste). Pour
tout jugement Γ ⊢− J dérivable, [|Γ|] est définie, de plus :
• si le jugement Γ ⊢− Akind est dérivable et ρ ∈ [|Γ|], alors [|A|](ρ) est défi-
nie ;
• si le jugement Γ ⊢− M : A est dérivable et ρ ∈ [|Γ|], alors [|A|](ρ) et
[|M |](ρ) sont définies et [|M |](ρ) ∈ [|A|](ρ) ;
• si le jugement Γ ⊢− A = B est dérivable et ρ ∈ [|Γ|], alors [|A|](ρ) et
[|B|](ρ) sont définies et [|A|](ρ) = [|B|](ρ) ;
• si le jugement Γ ⊢− M = N : A est dérivable et ρ ∈ [|Γ|], alors [|M |](ρ),
[|N |](ρ) et [|A|](ρ) sont définies, [|M |](ρ) = [|N |](ρ), [|M |](ρ) ∈ [|A|](ρ)
et [|N |](ρ) ∈ [|A|](ρ).
Rappel : pour un environnement d’ensemble ρ, l’interprétation d’un terme M et
d’une sorte A est notée [|M |](ρ) et [|A|](ρ) respectivement (voir la section A.2 de
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l’annexe).
Démonstration. Par induction sur les dérivations de UTT r−. La considération de
la nouvelle règle ϑ-eq ne présente aucune difficulté particulière par rapport à la
preuve initiale réalisée par Goguen.
3.2.5 UTT r est correcte par rapport à UTT rS
La preuve est faite dans cette section que UTT r est correcte par rapport à
UTT rS . Nous introduisons au préalable les notions et propriétés nécessaires à la
compréhension des lemmes dont la modification était inéluctable.
3.2.5.1 Objets sémantiques
Définition 3.38 (Ensemble valué). On définit ici les objets sémantiques pour un
contexte ∆ et une sorte A, SO∆(A), les ensembles valués V (∆ ⊢S M : A) et les
ensembles saturés SAT∆(A) simultanément où nous présumons que∆ ⊢S A
nf
−→
A ou ∆ ⊢S M
nf
−→ M : A. Les définitions suivantes sont valables pour une sorte
A arbitraire en forme normale.
• Un objet sémantique est une paire (M, v), où ∆ ⊢S M
nf
−→ P : A et v
est une famille d’objets v(δ) ∈ V (∆′ ⊢S δ̂(M) : δ̂(M)), indexés par des
renommages δ de ∆′ vers ∆.
• SO∆(A) est l’ensemble des objets sémantiques pour ∆ et A.
• S est un ensemble saturé pour ∆ et A, notation SAT∆(A), si S est un en-
semble d’objets sémantiques pour ∆ et A tels que :
– (S1) Si M est un terme de base tel que ∆ ⊢S M
nf
−→ P : A alors
(M,λδ.∗) est dans S, et
– (S2) Si (N, v) est dans S et∆ ⊢S M
wh
−→ N : A alors (M, v) est dans S.
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• Une famille v(δ) d’ensembles indexés par des renommages δ de ∆′ vers ∆
est famille saturée d’ensembles pour ∆ et A si v(δ) est un ensemble saturé
pour ∆′ et A pour chaque renommage δ de ∆′ vers ∆.
La définition de V (∆ ⊢S M : A), où ∆ ⊢S M
nf
−→ M : A est donnée par induc-
tion sur la complexité de A (voir la section A.4 de l’annexe).
• V (∆ ⊢S M : A) =df {∗} siM est un terme de base, pour tout A.
• V (∆ ⊢S Λ(A,P, g) : El(Prf(∀(A,P ))))) =df {∗}.
• V (∆ ⊢S ∀(A,P ) : El(Prop)) =df SAT∆(El(Prf(∀(A,P )))))).
• V (∆ ⊢S ιXi [Θ¯](N1, . . . , Nn) : El(M
X [Θ¯])) =df f∆(Θi, N1, . . . , Nn), où
f∆(Θ, N1, . . . , Nn) est définie par induction sur la complexité deMX [Θ¯] et
SCHSΓ;X(Θi) :
– f∆(X, ()) =df {∗},
– f∆((x : A)Θ0, N1, . . . , Nn) =df V (∆ ⊢S N1 : A)×f∆(Θ′0, N2, . . . , Nn),
où ∆ ⊢S [N1/x]Θ0
nf
−→ Θ′0.
– f∆((Φ)Θ0, N1, . . . , Nn) =df V (∆ ⊢S N1 : Φ(MX [Θ¯]))×f∆(Θ0, N2, . . . , Nn).
• V (∆ ⊢S prop : El(U)) =df SAT∆(El(Prop))).
• V (∆ ⊢S prf(∀(A,P )) : El(U)) =df SAT∆(El(Prf(∀(A,P )))))).
• V (∆ ⊢S µX [Θ¯] : El(U)) =df SAT∆(El(M
X [Θ¯]))).
• V (∆ ⊢S M : Type =df SAT∆(El(M))) siM n’est pas un terme de base.
• V (∆ ⊢S M : (x : A1)A2), siM n’est pas un terme de base, est l’ensemble
des f tel que :
– dom(f) ∈ SAT∆(A1) et
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– f(N, vN) ∈ V (∆ ⊢S P : B2), où (N, vN) ∈ dom(f), ∆ ⊢S M(N)
nf
−→
P : B2 et ∆ ⊢S [N/x]A2
nf
−→ B2.
Lemme 3.39. Pour toute sorte A telle que ∆ ⊢S A
nf
−→ B, on a SO∆(B) ∈
SAT∆(B).
Démonstration. Par induction sur les dérivations.
Définition 3.40 (Monotonie). Si (M, vM) est un objet sémantique pour∆ et A, et
δ un renommage de ∆′ vers ∆, alors :
monδ(M, vM) =df (δ̂(M), λδ
′.vM(δ
′ ◦ δ))
Par construction, on sait quemonδ(M, vM) est un objet sémantique pour∆′ et A.
Définition 3.41 (Application). Soit (M1, v1) un objet sémantique pour ∆ et (x :
A1)A2 tels que∆ ⊢S M1
nf
−→ P1 : (x : A1)A2, et (M2, v2) est un objet sémantique
pour∆ etA1 tels que∆ ⊢S M2
nf
−→ P2 : A1. Nous montrons qu’il existe une sorte
B2 telle que ∆ ⊢S [M2/x]A2
nf
−→ B2 et définissons :
APP∆((M1, v1), (M2, v2)) ∈ SO∆(B2)
la fonction partielle pour les applications sémantiques :
• Si P1 est un terme de base et ∆ ⊢S [M2/x]A2
nf
−→ B2 alors
APP∆((M1, v1), (M2, v2)) =df (M1(M2), ∗)
où on a ∆ ⊢S M1(M2)
nf
−→ P1(P2) : B2 par la règle (S-App) ;
• Si P1 n’est pas un terme de base, etmonδ(M2, v2) ∈ dom(v1(δ)) pour tout
renommage δ de ∆′ vers ∆, alors
APP∆((M1, v1), (M2, v2)) =df (M1(M2), λδ.v1(δ)(monδ(M2, v2)))
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où ∆ ⊢S [M2/x]A2
nf
−→ B2 et ∆ ⊢S M1(M2)
nf
−→ P : B2 par définition de
v2(id∆) ∈ V (∆ ⊢
S M1 : (x : A1)A2).
Lemme 3.42. On a l’égalité suivante :
APP ′′∆(monδ′◦δ(M, vM),monδ′(N, vN)) = monδ′(APP∆′(monδ(M, vM), (N, vN))),
avec δ un renommage de ∆′ vers ∆ et δ′ un renommage de ∆′′ vers ∆′.
Démonstration. Avec les définitions de l’application et de la monotonie, et utili-
sant le lemme 3.23.
Notation
Nous notons (M, vM) ↓ (N, vN) où (M, vM) et (N, vN) sont des objets séman-
tiques pour ∆ et A, s’il existe un terme P tel que ∆ ⊢S M ↓ N [P ] : A et
vM = vN .
Définition 3.43 (Objets sémantiques uniformes). Soit S une famille saturée d’en-
sembles pour ∆ et A. S est uniforme si (M, vM) ∈ S(δ) implique que (M, vM)
est uniforme etmonδ′(M, vM) ∈ S(δ′ ◦ δ) pour tout renommage δ′ de∆′′ vers∆′.
Un objet sémantique (M, vM) pour ∆ et A, est uniforme si :
• M est un terme de base,
• M ≡ ∀(A,P ) et vM est uniforme,
• M ≡ Λ(A,P, g),
• M ≡ ιXi [Θ¯](N1, . . . , Nn) et (Ni, vi) est uniforme pour 1 ≤ i ≤ n,
• M ≡ prop et vM est uniforme,
• M ≡ prf(∀(A,P )) et vM est uniforme,
• M ≡ µX [Θ¯] et vM est uniforme,
57
• A ≡ Type,M n’est pas un terme de base et vM est uniforme, ou
• ∆ ⊢S M
nf
−→ P : (x : A1)A2 et
1) λδ.dom(vM(δ)) est uniforme,
2) si (N, vN) ∈ dom(vM(δ)), alors APP∆′(monδ(M, vM), (N, vN)) est
uniforme, et
3) si (N1, v1) ↓ (N2, v2), alors
APP∆′(monδ(M, vM), (N1, v1)) ↓ APP∆′(monδ(M, vM), (N2, v2)).
Définition 3.44 (Objets sémantiques uniformes). L’ensemble des objets séman-
tiques uniformes pour ∆ et A, notation USO∆(A), est l’ensemble des objets sé-
mantiques pour ∆ et A qui sont uniformes
Lemme 3.45. Nous listons quelques propriétés simples des objets sémantiques
uniformes :
• USO∆(A) est uniforme et est dans SAT∆(A).
• Si (M, vM) est un objet sémantique uniforme alorsmonδ(M, vM) est aussi
un objet sémantique uniforme, pour tout renommage δ de ∆′ vers ∆.
3.2.5.2 Interprétation
Définition 3.46 (Substitution). Une substitution φ de ∆ vers Γ, où Γ ≡ x1 :
A1, . . . , xm : Am et ∆ ⊢S valid, est une pré-substitution sur Γ telle que :
∆ ⊢S φ̂(Ai)
nf
−→ Bi et ∆ ⊢S φ(xi)
nf
−→ P : Bi pour 1 ≤ i ≤ m.
Une pré-substitution est un environnement pour termes.
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Définition 3.47 (Valuation). Une valuation de∆ vers Γ est une pre-valuation telle
que le terme constituant est une substitution de ∆ vers Γ .
Une pré-valuation est un environnement pour objets sémantiques dans un contexte
donné.
Lemme 3.48. Si ρ est une valuation de ∆ vers Γ et δ un renommage de ∆′ vers
∆, alorsmonδ(ρ) est une valuation de ∆′ vers Γ.
La valeur de la fonction d’interprétation pour un terme, relative à une valua-
tion de ∆ vers Γ, est un objet sémantique pour ∆. Cet objet sémantique est une
paire composée d’un terme bien typé dans UTT rS dans le contexte ∆ et d’une
famille de valeurs indexées par un renommage de ∆′ vers ∆.
Nous renvoyons le lecteur à [Gog94] pour une définition plus précise d’une valua-
tion.
Définition 3.49 (Interprétation). On définit l’interprétation d’un terme M , notée
[|M |]ρ∆, et d’une sorte A, notée [|A|]ρ∆, par induction sur la structure deM et
de A.
[|M |]ρ∆ est une paire (φˆ(M), V [|M |]ρ∆), où V [|M |]ρ∆ est une famille de va-
leurs indexées par un renommage δ de ∆′ vers ∆.
• V [|M |]ρ∆ =df val(x) si x ∈ dom(ρ).
• [|(x : A1)A2|]ρ∆ est définie si, pour x 6∈ dom(ρ) :
– ∆ ⊢S φˆ(A1)
nf
−→ B1,
– ∆, y : φˆ(A1) ⊢S ̂φ[x := y](A2)
nf
−→ B2,
– [|A1|]ρ∆ est définie, est uniforme, et est une famille saturée d’ensembles
pour ∆ et B1, et
– pour tout renommage δ de∆′ vers∆, et pour tout (M2, v2) ∈ [|A1|]ρ∆(δ),
on a :
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∗ ∆′ ⊢S [M2/x]B2
nf
−→ B′2,
∗ [|A2|]monδ(ρ)[x := (M2, v2)]∆
′ est définie, et est une famille saturée
d’ensembles pour ∆′ et B′2, où ∆
′ ⊢S ̂φ[x := M2](A2)
nf
−→ B′2.
[|(x : A1)A2|]ρ∆ est l’ensemble des (M1, v1) tels que
– (M1, v1) est un objet sémantique uniforme pour ∆′ et (x : B1)B2 et
– pour tout renommage δ′ de ∆′ vers ∆ :
∗ siM1 est un terme de base, alors dom(v1(δ′)) = [|A1|]monδ′◦δ(ρ)∆′′(id∆′′)
et
∗ pour tout (M2, v2) ∈ [|A1|]monδ′◦δ(ρ)∆′′(id∆′′), on a
APP∆′′(monδ′(M1, v1), (M2, v2)) ∈ [|A2|]monδ′◦δ(ρ)[x := (M2, v2)]∆
′′(id∆′′).
• [|M1(M2)|]ρ∆ est définie si :
– [|M1|]ρ∆ est définie et appartient à USO∆((x : B1)B2), où on a ∆ ⊢S
φˆ(M1)
nf
−→ P1 : (x : B1)B2 ;
– [|M2|]ρ∆ est définie et appartient à USO∆(B1) ;
– si P1 est un terme de base alors on a ∆ ⊢S [φˆ(M2)/x]A2
nf
−→ P1 : B
′
2 et
– si P1 n’est pas un terme de base alors [|M2|]ρ∆ ∈ dom(V [|M1|]ρ∆(id∆)).
[|M1(M2)|]ρ∆ =df APP∆([|M1|]ρ∆, [|M2|]ρ∆).
• [|MX [Θ¯]|]ρ∆ est définie si on a ∆, Y : Type ⊢S ̂φ[X := Y ](Θi)
nf
−→ Θ′i
pour X 6∈ dom(ρ), et [|Θi]|]ρ′∆′ est définie pour toute valuation ρ′ de ∆′
vers ∆, X : Type.
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[|MX [Θ¯]|]ρ∆(δ) est définie par induction transfinie sur le cardinal α0, comme
étant le plus petit ensemble saturé S tel que si :
– (Mj, vj) ∈ [|Mj|]monδ(ρ)[X := S][x1 := (M1, v1)] . . .∆′(id∆′) et
– ∆′, Y : Type ⊢S ̂φ[X := Y ](Θj) ↓ Θ′j[Θ
′′
j ] pour 1 ≤ j ≤ n alors
(ιXi [Θ¯
′](N1, . . . , Nn), λδ
′. < v1(δ
′), . . . , vn(δ
′) >) ∈ S.
• [|ιXi [Θ¯]|]ρ∆ est définie si on a∆, Y : Type ⊢
S ̂φ[X := Y ](Θi)
nf
−→ Θ′i pour
X 6∈ dom(ρ), et [|Θi]|]ρ′∆′ est définie pour toute valuation ρ′ de ∆′ vers
∆, X : Type.
V [|ιXi [Θ¯]|]ρ∆(δ) =df
λ(M1, v1) ∈ [|Mj|]monδ(ρ)[X := [|M
X [Θ¯]|]ρ∆]∆′(id∆′)
. . .
λ(Mn, vn) ∈ [|Mn|]monδ(ρ)[X := [|M
X [Θ¯]|]ρ∆][x1 := (M1, v1)] . . .∆
′(id∆′).
< v1(id∆′), . . . , vn(id∆′) >.
• [|EX [Θ¯]|]ρ∆ est définie si on a ∆, Y : Type ⊢S ̂φ[X := Y ](Θi)
nf
−→ Θ′i
pour X 6∈ dom(ρ), et [|Θi]|]ρ′∆′ est définie pour toute valuation ρ′ de ∆′
vers ∆, X : Type.
Nous présumons que
(C, vC) ∈ [|(X)Type|]monδ(ρ)[X := [|M
X [Θ¯]|]monδ(ρ)∆
′]∆′(id∆′),














ρ′i =df monδ(ρ)[A := [|M
X [Θ¯]|]monδ(ρ)∆




pour 1 ≤ i ≤ n.
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On a V [|EX [Θ¯]|]ρ∆(δ)((C, vC), (f1, v1), . . . , (fn, vfn)) =df R
α, la fonc-
tion partielle définie par induction transfinie sur la complexité deMX [Θ¯] :
– α = 0, alors
R0 =df λ(M, vM) ∈ [|El(M
X [Θ¯])|]monδ(ρ)∆
′(id∆′).{
∗ siM est un terme de base
R0(N, VM) si ∆
′ ⊢S M
wh
−→ N : El(MX [Θ¯])
– α = succ(β). Soit (M, vM) ∈ [|El(MX [Θ¯])|]monδ(ρ)∆′(id∆′), on a
∗ Rsucc(β)(M, vM) =df ∗ siM est un terme de base ;
∗ Rsucc(β)(M, vM) =df R
succ(β)(N, vM) si∆′ ⊢S M
wh
−→ N : El(MX [Θ¯])
où Rsucc(β)(N, vM) est définie ; et
∗ soit Φi1 , . . . ,Φij , les opérateurs strictement positifs de Θ, et définis-
sons Φ∗ik l’interprétation de Φ
♮
ik
[A,C, f, z] sous la valuation ρ[A :=
[|MX [Θ¯]|]ρ∆][C := (C, vC)][f := R
β][z := (Nik , vik)], pour 1 ≤ k ≤
j. Alors on a
Rsucc(β)(M, vM) =df vfi(N1, . . . , Nn,Φ
∗
i1
, . . . ,Φ∗ij) siM ≡ ι
X
i [Θ¯
′](N1, . . . , Nn)
et Φ∗ik ∈ [|Φ
◦[A,C, z]|]ρ[A := [|MX [Θ¯]|]ρ∆][C := (C, vC)][z :=
(Nik , vik)]∆ pour 1 ≤ k ≤ j.
– Limit α, alors Rα(M, vM) =df Rβ(M, vM), où β =df
⋂
{γ ∈ α |M ∈
[|MX [Θ¯]|]ρ∆γ(δ)}.
Remarque 3.50 (Interprétation des types finis). Nous définissons ici l’interpréta-
tion dans le cas des types finis. Cette interprétation n’est autre que le cas particu-
lier de l’interprétation des types inductifs définie par Goguen dans [Gog94].
Considérons le type fini Fn =df M [< X, . . . , X︸ ︷︷ ︸
nfois
>], où on a les constructeurs :
1Fn : Fn, . . . , nFn : Fn.
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• [|Fn|]ρ∆ est définie comme étant l’ensemble saturé contenant les éléments
canoniques suivants : (1Fn , λδ.∗), . . . , (nFn , λδ.∗) ;
• de plus on a : [|iFn|]ρ∆ =df (iFn , λδ.∗).
Notons que par souci de concision et afin de mettre l’accent sur les modifications
que nous avons portées à la preuve initiale, nous avons défini l’interprétation uni-
quement pour les termes et les sortes qui serviront à la compréhension de notre
preuve.
Lemme 3.51 (Interprétation bien définie). Soit ρ une valuation de ∆ vers Γ,
alors :
• si [|M |]ρ∆ est définie alors il existe une sorte B telle que [|M |]ρ∆ ∈
SO∆(B) ;
• Si [|A|]ρ∆ est définie alors Γ ⊢S A
nf
−→ B est dérivable et [|A|]ρ∆ ∈
SAT∆(B).
Si δ est un renommage de ∆′ vers ∆ alors :
• si [|A|]ρ∆ est définie alorsmonδ([|A|]ρ∆) = [|A|]monδ(ρ)∆′ ;
• si [|M |]ρ∆ est définie alorsmonδ([|M |]ρ∆) = [|M |]monδ(ρ)∆′.
Démonstration. Par induction simultanée sur la structure deM et de A.
Définition 3.52 (Interprétation de contexte). L’interprétation d’un contexte Γ, no-
tée [|Γ|]∆, est l’ensemble des valuations de ∆ vers Γ, définies par induction sur
la structure de Γ :
• [| |]∆ =df ǫ ;
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• [|Γ, x : A|]∆ =df {ρ[x := (M, vM)] | ρ ∈ [|Γ|]∆∧ (M, vM) ∈ [|A|]ρ∆(id∆)},
si [|Γ|]∆ est définie, et [|A|]ρ∆ est définie pour tout ρ ∈ [|Γ|]∆.
3.2.5.3 Correction
Le lemme suivant représente le résultat le plus important de cette section qui
va nous permettre de prouver que UTT r est correcte par rapport à UTT rS .
Lemme 3.53 (Correction). Pour tout jugement Γ ⊢ J dérivable, [|Γ|]∆ est définie.
De plus :
• si Γ ⊢ AKind est dérivable et ρ ∈ [|Γ|]∆, alors [|A|]ρ∆ est définie ;
• si Γ ⊢ M : A est dérivable et ρ ∈ [|Γ|]∆, alors [|M |]ρ∆ et [|A|]ρ∆ sont
définies et [|M |]ρ∆ ∈ [|A|]ρ∆ ;
• si Γ ⊢ A = B est dérivable et ρ ∈ [|Γ|]∆, alors [|A|]ρ∆ et [|B|]ρ∆ sont
définies et [|A|]ρ∆ ↓ [|B|]ρ∆ ;
• si Γ ⊢ M = N : A est dérivable et ρ ∈ [|Γ|]∆, alors [|M |]ρ∆, [|N |]ρ∆ et
[|A|]ρ∆ sont définies, [|M |]ρ∆ ∈ [|A|]ρ∆ et [|M |]ρ∆ ↓ [|N |]ρ∆.
Démonstration. Preuve par induction sur les dérivations.
Nous considérons le cas de la règle (ϑ-eq) (règle rajoutée).
Prenons ρ ∈ [|Γ|]∆, et δ′ un renommage de ∆′ vers ∆.
Par hypothèse d’induction [|(Fm)A|]ρ∆, [|(Fn)Fm|]ρ∆ sont définies, il existe donc
des sortes A′, F ′n, et F
′
m telles que ∆ ⊢
S φ̂(Fn)
nf
−→ F ′n, ∆ ⊢
S φ̂(Fm)
nf




Il nous faut d’abord montrer que
[|A|]ρ∆, [|E[Θ¯m](C, a1, ..., am)(E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)[Θ¯m])(k))|]ρ∆ et
[|E[Θ¯n](C2, aσ(1), ..., aσ(n))(k)|]ρ∆ sont définies.
Commençons par [|A|]ρ∆.
Par hypothèse d’induction, on sait que [|(Fm)A|]ρ∆ est définie ce qui implique
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que [|A|]ρ∆ est définie par définition.
Afin de montrer que [|E[Θ¯m](C, a1, ..., am)(E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)[Θ¯m])(k)|]ρ∆
est définie, il faut pour cela prouver les points suivants.
• [|E[Θ¯m](C, a1, ..., am)|]ρ∆ est définie et appartient à USO∆((F ′m)A
′), avec
∆ ⊢S φˆ(E[Θ¯m](C, a1, ..., am))
nf




Par hypothèse d’induction [|E[Θ¯m](C, a1, ..., am)|]ρ∆ et [|(Fm)A|]ρ∆ sont
définies et [|E[Θ¯m](C, a1, ..., am)|]ρ∆ ∈ [|(Fm)A|]ρ∆.
On a ∆ ⊢S φˆ(E[Θ¯m](C, a1, ..., am))
nf
−→ P1 : (F
′
m)A
′, et par definition de
[|(Fm)A|]ρ∆, on sait que [|(Fm)A|]ρ∆ ⊆ USO∆((F ′m)A
′). Par conséquent,








σ(n)[Θ¯m])(k)|]ρ∆ est définie et appartient àUSO∆(F
′
m).
Pour prouver que [|E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)[Θ¯m])(k)|]ρ∆ est définie, il
nous faut montrer les points suivants.
– [|E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X














Par hypothèse d’induction [|E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)[Θ¯m])|]ρ∆ et [|(Fn)Fm|]ρ∆
sont définies et [|E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)[Θ¯m])|]ρ∆ ∈ [|(Fn)Fm|]ρ∆.
On a ∆ ⊢S φˆ(E[Θ¯m](C, a1, ..., am))
nf




m, et par defini-












– [|k|]ρ∆ est définie et appartient à USO∆(F ′n).
Par hypothèse d’induction, on sait que [|k|]ρ∆ et [|Fn|]ρ∆ sont définies
et [|k|]ρ∆ ∈ [|Fn|]ρ∆. Par définition de [|Fn|]ρ∆, Fn étant un type fini,
et par définition des objets sémantiques uniformes, on a bien [|Fn|]ρ∆ ⊆
USO∆(F
′
n). Par conséquent [|k|]ρ∆ ∈ USO∆(F
′
n).
– [|k|]ρ∆ ∈ dom(V [|E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)[Θ¯m])|]ρ∆(id∆)), car P1
n’est pas un terme de base.
Par définition dom(V [|E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)[Θ¯m])|]ρ∆(id∆)) =
[|Fn|]ρ∆, or [|k|]ρ∆ ∈ [|Fn|]ρ∆. On a donc





















σ(n)[Θ¯m])|]ρ∆ ∈ [|(Fn)Fm|]ρ∆, [|k|]ρ∆ ∈ [|Fn|]ρ∆





σ(n)[Θ¯m])|]ρ∆, [|k|]ρ∆) ∈ [|Fm|]ρ∆. Comme
[|Fm|]ρ∆ ⊆ USO∆(F
′












σ(n)[Θ¯m])(k))|]ρ∆ ∈ dom(V [|E[Θ¯m](C, a1, ..., am)|]ρ∆(id∆)).
















σ(n)[Θ¯m])(k))|]ρ∆ ∈ dom(V [|E[Θ¯m](C, a1, ..., am)|]ρ∆(id∆)).
On montre à l’aide entre autre, de la définition de l’interprétation pour les ré-
curseurs que [|E[Θ¯n](C2, aσ(1), ..., aσ(n))(k)|]ρ∆ est également définie.
Montrons maintenant que [|E[Θ¯m](C, a1, ..., am)(E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)[Θ¯m])(k))|]ρ∆ ↓
[|E[Θ¯n](C2, aσ(1), ..., aσ(n))(k)|]ρ∆.
Par définition et en appliquant le lemme 3.51, on a




































car [|E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)[Θ¯m])(k)|]ρ∆ ∈ [|Fm|]ρ∆.
De plusFm étant un type fini, sa complexité est égale à 1 et V [|E[Θ¯m](C, a1, ..., am)|]ρ∆(δ) =df
R1.
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Ce qui donne :





′) = ∗ si ∆′ ⊢S δ̂ ◦ φ(k)
nf
−→ q : K, où q est un terme de base.
vai si ∆
′ ⊢S δ̂ ◦ φ(k)
nf
−→ q : K, où q est un constructeur.
On a donc :









σ(n)[Θ¯m])(k)) , λδ.∗), dans le
cas où q est un terme de base.
Dans le cas où q est un constructeur, on a :














σ(n)[Θ¯m])(k) , λδ.vbσ(i))) =





En effet, si ∆′ ⊢S δ̂ ◦ φ(k)
nf
−→ iFn : Fn alors






−→ bσ(i) : Fm.
De même on a :
(2) [|E[Θ¯n](C2, aσ(1), ..., aσ(n))(k)|]ρ∆ =df APP∆([|E[Θ¯n](C2, aσ(1), ..., aσ(n))|]ρ∆ , [|k|]ρ∆) =
(φ̂(E[Θ¯n](C2, aσ(1), ..., aσ(n))(k)) , λδ.V [|E[Θ¯n](C2, aσ(1), ..., aσ(n))|]ρ∆(δ)(monδ([|k|]ρ∆)))=
(φ̂(E[Θ¯n](C2, aσ(1), ..., aσ(n))(k)) , λδ.V [|E[Θ¯m](C, a1, ..., am)|]ρ∆(δ)([|k|]monδ(ρ)∆
′)) =
d’où [|E[Θ¯n](C2, aσ(1), ..., aσ(n))(k)|]ρ∆ =
(φ̂(E[Θ¯n](C2, aσ(1), ..., aσ(n))(k)) , λδ.∗) si ∆′ ⊢S δ̂ ◦ φ(k)
nf
−→ q : K, où q est
un terme de base.
Dans le cas où q est un constructeur, on a :
(2′) (φ̂(E[Θ¯n](C2, aσ(1), ..., aσ(n))(k)) , λδ.vaσ(i)) si∆
′ ⊢S δ̂ ◦ φ(k)
nf
−→ iFn : Fn.
Nous pouvons conclure, à partir des égalités (1), (2) et (1′), (2′) que :




σ(n)[Θ¯m])(k)|]ρ∆ ↓ [|E[Θ¯n](C2, aσ(1), ..., aσ(n))(k)|]ρ∆
Lemme 3.54. Si le jugement Γ ⊢ valid est dérivable, alors λx.(x, λδ.∗) ∈ [|Γ|]Γ.
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Démonstration. Par induction sur la structure de Γ.
Corollaire 3.55.




• Si Γ ⊢ M : A est dérivable, alors il existe une sorte B et un terme P tels
que Γ ⊢S A
nf
−→ B et Γ ⊢S M
nf
−→ P : B.
• Si Γ ⊢ A = B est dérivable, alors il existe une sorte C telle que Γ ⊢S A ↓
B[C].
• Si Γ ⊢ M = N : A est dérivable, alors il existe une sorte B et un terme P
tels que Γ ⊢S A
nf
−→ B et Γ ⊢S M ↓ N [P ] : B.
Démonstration. Considérons le cas du jugement Γ ⊢ Akind. Grâce au lemme
3.54, on sait qu’il existe une valuation de Γ vers Γ. On sait également, grâce au
lemme 3.53 (Correction), que [|A|]ρ∆ est définie. En employant le lemme 3.51,
on sait qu’il existe une sorteB telle que le jugement Γ ⊢S A
nf
−→ B soit dérivable.
Les corollaires suivants découlent principalement du lemme 3.53 (Correction).
Corollaire 3.56 (Unicité des types). Si les jugements Γ ⊢ M : A et Γ ⊢ M : B
sont dérivables, alors on a Γ ⊢ A = B.
Corollaire 3.57 (Normalisation forte). Si le jugement Γ ⊢ M : A est dérivable,
alorsM est fortement normalisant.
Corollaire 3.58 (Préservation du type). Si le jugement Γ ⊢ M : A est dérivable
et siM ⊲∗ N , alors le jugement Γ ⊢ N : A est dérivable.
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Corollaire 3.59 (Confluence). Si le jugement Γ ⊢ M = N : A est dérivable,
alors il existe un terme P tel queM ⊲∗ P et N ⊲∗ P .
Nous venons de démontrer que le système UTT r vérifie les propriétés de norma-




Dans ce chapitre, nous nous situons dans le cadre d’un système de sous-typage
coercitif développé pour le "Logical Framework" LF [Luo97c, JLS98, SL00], les
coercions y sont vues comme un mécanisme d’abréviation. Le rôle d’un terme de
coercion c est illustré par l’utilisation de la règle coercitive suivante :
Γ ⊢ f : (x : K)K ′ Γ ⊢ k0 : K0 Γ ⊢ K0 <c K (CD)
Γ ⊢ f(k0) = f(c(k0)) : [c(k0)/x]K
′
Cette règle stipule que si f est une fonction ayant comme domaineK, k0 un objet
de K0, et c une coercion de K0 vers K, alors f(k0) est bien typé et intension-
nellement égal à f(c(k0)). Intuitivement, on peut voir f comme un contexte qui
requiert un objet de K, alors l’argument k0 dans le contexte f représente son
image par la coercion, c(k0). Par conséquent, on peut utiliser f(k0) comme une
abréviation de f(c(k0)).
Dans le système formel du sous-typage coercitif, on distingue les coercions
de base et les coercions dérivées. Le système des coercions basiques est ouvert,
dans le sens où, de nouvelles coercions peuvent être déclarées (par exemple par
l’utilisateur). Les nouveaux termes de coercions spécifiés en tant que coercions de
base n’ont pas besoin de vérifier des propriétés particulières (ils peuvent être n’im-
porte quelles applications), par contre l’ensemble des coercions de base doit être
cohérent. Le fait que les coercions entre les mêmes types soient égales (condition
cohérence) est lié à la conservativité de la théorie enrichie du sous-typage coercitif
par rapport à la théorie de départ. Dans ce chapitre, nous étudions les propriétés du
système UTT r (système qui intègre une réduction non standard sur les fonctions
entre types finis) enrichi du sous-typage coercitif, basées sur celles de l’ensemble
des coercions de base (comme la cohérence).
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Nous nous concentrons sur les questions du processus de completion des coer-
cions et de la conservativité. Le résultat de conservativité dit intuitivement que,
tout jugement dérivable dans le système UTT r enrichi du sous-typage coercitif,
dont la dérivation ne contient pas de règle coercitive, est dérivable dans le système
UTT r. De plus, pour chaque dérivation intégrant des règles coercitives, il est pos-
sible d’insérer correctement les termes de coercion manquants afin d’obtenir une
dérivation de UTT r. Aussi, nous démontrons dans ce chapitre la conservativité
de UTT r enrichi du sous-typage coercitif, ce qui justifie que ce concept de sous-
typage est vraiment un mécanisme d’abréviation.
La preuve de conservativité est difficile, en partie à cause de la complexité
du système de types dépendants que nous étudions. La difficulté vient surtout du
fait qu’il faut considérer un algorithme de complétion des coercions basé sur la
structure des dérivations, plutôt que sur les jugements ou la syntaxe des termes.
Le théorème principal stipulant que la fonction de complétion des coercions est
totale, montre que toute dérivation de UTT r enrichi du sous-typage coercitif, d’un
jugement qui n’est pas un jugement de sous-typage, peut être transformée en une
dérivation équivalente de UTT r. Ce résultat justifie non seulement le mécanisme
d’abréviation de ce sous-typage mais fournit une justification et des bases intéres-
santes pour une implémentaion des coercions dans des systèmes d’assistance à la
preuve. La preuve de conservativité consiste en trois parties majeures :
• des lemmes sur les propriétés métathéoriques générales de UTT r enrichi
du sous-typage coercitif ;
• l’élimination de la règle de transitivité pour les sous-sortes dans le calcul
comprenant les règles de sous-typage, les règles pour les sous-sortes, mais
sans les règles de définition et d’application coercitive ;
• La preuve que la fonction de complétion des coercions qui transforme toute
dérivation de UTT r enrichi du sous-typage coercitif en une dérivation dans
le calcul sans les règles de définition et d’application coercitive, est totale.
Le résultat principal est que la cohérence de l’ensemble des coercions de bases
implique la conservativité. Dans la section 4.1, nous présentons le système formel
du sous-typage coercitif. C’est dans la section 4.2 que nous réalisons la preuve
de conservativité. Nous commençons par énoncer les principales difficultés in-
hérentes à la réalisation de la preuve et justifiant la méthode employée que nous
décrivons dans la section 4.2.1. Puis, après avoir décrit le plan de la preuve dans la
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section 4.2.3, nous démontrons tous les lemmes nécessaires à la preuve concernant
les propriétés métathéoriques générales de UTT r enrichi du sous-typage coerci-
tif, incluant l’élimination de la règle de transitivité pour les sous-sortes. Dans la
section 4.2.4, nous définissons l’algorithme de complétion des coercions. Pour
conclure, dans la section 4.2.5, nous démontrons le fait que UTT r enrichi du
sous-typage coercitif, est une extension conservative de UTT r comme une consé-
quence directe du fait que la fonction de complétion de coercion est totale.
4.1 Présentation : Le système formel
L’extension de toute théorie T spécifiée dans LF , avec le sous-typage coerci-
tif, est définie par rapport à un ensemble R de triplets (un type, un sous-type et un
terme de coercion qui établit la correspondance entre les éléments du type et ceux
de son sous-type). Un de nos principaux objectifs, est d’investir les propriétés gé-
nérales de toute théorie spécifiée dans LF étendue avec le sous-typage coercitif,
notée T [R], ainsi ses relations avec la théorie originale T . Dans cette étude, nous
nous consacrons au calcul UTT r enrichi du sous-typage coercitif, noté UTT r[R].
Il faut également noter, que les résultats obtenus pour UTT r[R] sont facilement
transférables à UTT [R] en raison de la similarité des démonstrations.
4.1.1 Formes de jugements
Avec l’ajout du sous-typage coercitif, de nouvelles formes de jugement appa-
raissent dans le langage.
• Γ ⊢ A <c B : Type signifie que A est un sous-type de B par le biais de la
coercion c.
• Γ ⊢ K <c K
′ signifie que K est une sous-sorte de K ′ par le biais de la
coercion c.
L’étiquette c est appelée terme de coercion. Il sera prouvé dans la suite de ce docu-




Nous considérons d’abord un système intermédiaire UTT r[R]o, qui définit
comment les relations de sous-typage sont établies. UTT r[R]o est obtenue à par-
tir de UTT r, en ajoutant les jugements de sous-typage de la forme Γ ⊢ A <c B :
Type, ainsi que les règles d’inférence suivantes.
• Règles basiques de sous-typages.
Dans ce document, les règles basiques de sous-typages correspondent à un
ensemble R de coercions de base.
Γ ⊢ A : Type Γ ⊢ B : Type Γ ⊢ c : (El(A))El(B) (A,B, c) ∈ R
(ST.1)
Γ ⊢ A <c B : Type
A, B et c ne contiennent pas de variable libre.
• Règles de transitivité pour le sous-typage.
Γ ⊢ A <c B : Type Γ ⊢ A = A′ : Type (ST.2)
Γ ⊢ A′ <c B : Type
Γ ⊢ A <c B : Type Γ ⊢ B = B′ : Type (ST.3)
Γ ⊢ A <c B
′ : Type
Γ ⊢ A <c1 B : Type Γ ⊢ B <c2 C : Type (ST.4)
Γ ⊢ A <[x:El(A)]c2(c1(x)) C : Type
• Règles de congruence pour le sous-typage.
Γ ⊢ A <c B : Type Γ ⊢ c = c′ : (El(A))El(B) (ST.5)
Γ ⊢ A <c′ B : Type
• Règle de substitution pour le sous-typage.
Γ, x : K,Γ′ ⊢ A <c B : Type Γ ⊢ k : K (ST.6)
Γ, [k/x]Γ′ ⊢ [k/x]A <[k/x]c [k/x]B : Type
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4.1.3 Condition de cohérence
Définition 4.1 (Condition de cohérence). On dit que R est cohérent si UTT r[R]o
vérifie les propriétés suivantes :
a) le jugement Γ ⊢ A <c A : Type n’est pas dérivable, quelque soit le contexte
Γ, le type A et le terme c ;
b) si les jugements Γ ⊢ A <c B : Type et Γ ⊢ A <c′ B : Type sont dérivables,
alors on a Γ ⊢ c = c′ : (El(A))El(B).
Dans ce papier, nous présumons que R est cohérent.
4.1.4 Sous-sortes
Nous considérons maintenant un nouveau système intermédiaire UTT r[R]ok,
obtenu à partir de UTT r[R]o, par ajout de nouveaux jugements de la forme Γ ⊢
K <c K
′ et des règles d’inférence suivantes.
• Règles basiques
Γ ⊢ A <c B : Type (SK.1)
Γ ⊢ El(A) <c El(B) : Type
• Sous-sortes et produit dépendant
Γ ⊢ K ′1 <c1 K1 Γ, x
′ : K ′1 ⊢ [c1(x
′)/x]K2 = K
′
2 Γ, x : K1 ⊢ K2kind (SK.2)
Γ ⊢ (x : K1)K2 <c (x
′ : K ′1)K
′
2
avec c ≡ [f : (x : K1)K2][x′ : K ′1]f(c1(x
′)) ;
Γ ⊢ K ′1 = K1 Γ, x
′ : K ′1 ⊢ K2 <c2 K
′
2 Γ, x : K1 ⊢ K2kind (SK.3)
Γ ⊢ (x : K1)K2 <c (x




avec c ≡ [f : (x : K1)K2][x′ : K ′1]c2(f(x)) ;
Γ ⊢ K ′1 <c1 K1 Γ, x
′ : K ′1 ⊢ [c1(x
′)/x]K2 <c2 K
′
2 Γ, x : K1 ⊢ K2kind (SK.4)
Γ ⊢ (x : K1)K2 <c (x
′ : K ′1)K
′
2
avec c ≡ [f : (x : K1)K2][x′ : K ′1]c2(f(c1(x
′))) ;
• Transitivité pour sous-sortes
Γ ⊢ K1 <c K2 Γ ⊢ K2 = K
′
2 (SK.5)
Γ ⊢ K1 <c K
′
2
Γ ⊢ K1 <c K2 Γ ⊢ K1 = K
′
1 (SK.6)
Γ ⊢ K ′1 <c K2
Γ ⊢ K <c1 K
′ Γ ⊢ K ′ <c2 K
′′
(SK.7)
Γ ⊢ K <[x:K]c2(c1(x)) K
′′
• Congruence pour sous-sortes
Γ ⊢ K <c K
′ Γ ⊢ c = c′ : (K)K ′
(SK.8)
Γ ⊢ K <c′ K
′
• Substitution pour sous-sortes
Γ, x : K,Γ′ ⊢ K1 <c K2 Γ ⊢ k : K (SK.9)
Γ, [k/x]Γ′ ⊢ [k/x]K1 <[k/x]c [k/x]K2
4.1.5 Règles coercitives
L’extension de UTT r avec le sous-typage et les coercions est le système
UTT r[R]. Ce système est obtenu à partir du système intermédiaire UTT r[R]ok,
auquel on rajoute les règles d’inférence qui vont suivre. Ce sont ces règles qui
établissent la connexion entre UTT r et son extension avec la notion de sous-
typage. En effet, seules ces règles ont pour prémisses des jugements de la forme
Γ ⊢ K <c K
′ (spécifique aux jugements de sous-typage et de sous-sortes) et pour
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conclusion des jugements dont la forme peut être retrouvée dans UTT r.
• Règles d’application coercitive
Γ ⊢ f : (x : K)K ′ Γ ⊢ k : K0 Γ ⊢ K0 <c K (CA.1)
Γ ⊢ f(k) : [c(k)/x]K ′
Γ ⊢ f = f ′ : (x : K)K ′ Γ ⊢ k1 = k2 : K0 Γ ⊢ K0 <c K (CA.2)
Γ ⊢ f(k1) = f
′(k2) : [c(k1)/x]K
′
• Règle de définition coercitive
Γ ⊢ f : (x : K)K ′ Γ ⊢ k0 : K0 Γ ⊢ K0 <c K (CD)
Γ ⊢ f(k0) = f(c(k0)) : [c(k0)/x]K
′
4.2 Preuve de conservativité
4.2.1 Principaux problèmes, méthode et résultats
Commençons par énoncer les principales difficultés inhérentes à la réalisation
de la preuve et justifiant la méthode employée.
4.2.1.1 Completion des coercions
La confiance en les coercions comme mécanisme d’abréviation repose sur la
possibilité d’insérer de manière uniforme toutes les coercions qui ont été omises
lors de l’application des règles CA.1, CA.2 et CD. L’idée principale est la sui-
vante : si nous avons un jugement dont les termes et les sortes composant ce
jugement sont dérivables dans UTT r, ces derniers ne seront pas modifiés par l’al-
gorithme de complétion de coercion et leur UTT r[R]-dérivation deviendra une
UTT r-dérivation.
Exemple 4.2. Considérons une inférence faisant appel à la règle d’application
coercive (CA.1).
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Γ ⊢ f : (x : K)K ′ Γ ⊢ k : K0 Γ ⊢ K0 <c K (CA.1)
Γ ⊢ f(k) : [c(k)/x]K ′
Nous présumons qu’il existe des UTT r-dérivations des jugements Γ ⊢ f : (x :
K)K ′ et Γ ⊢ k : K0, ainsi qu’une UTT r[R]-dérivation de Γ ⊢ K0 <c K. A
partir de la UTT r[R]-dérivation de Γ ⊢ K0 <c K, il est possible d’obtenir une
UTT r-dérivation du jugement Γ ⊢ c : (K0)K. Nous pouvons maintenant obtenir
une UTT r-dérivation du jugement Γ ⊢ f(k) : [c(k)/x]K ′ de la manière suivante :
Γ ⊢ f : (x : K)K ′
Γ ⊢ c : (K0)K Γ ⊢ k : K0 (5.5)
Γ ⊢ c(k) : K
(5.5)
Γ ⊢ f(c(k)) : [c(k)/x]K ′
Les règles (CA.2) et (CD) peuvent être modifiées de la même manière.
Cette construction nous suggère comment on pourrait définir une transforma-
tion appelée Ψ, pour la dérivation complète. On partirait du début de la dérivation
vers la fin, en remplaçant les jugements de sous-sortes des prémisses des règles
(CA.1),(CA.2) et (CD), par la dérivation de leurs termes de coercion et en modi-
fiant les règles de manière adéquate. Le résultat attendu est une UTT r-dérivation
pour les dérivations qui ne contiennent pas de jugement de sous-typage ou de
sous-sorte, ou alors respectivement une dérivation dans les extensions conserva-
tives UTT r, en l’occurrence UTT r[R]o et UTT r[R]ok. Cette idée de construc-
tion fonctionnera correctement, seulement si on peut garantir une correspondance
entre les prémisses de chaque règle ou au moins qu’elles soient égales dansUTT r.
Il faut remarquer qu’un même terme ou sorte peut être modifié de différentes ma-
nières selon la dérivation, car différents termes de coercion peuvent être insérés.
Cela représente un des cas où l’on constate l’importance des conditions de cohé-
rence. Prenons l’exemple de la UTT r[R]-dérivation suivante :
Γ
d1
⊢ f : (x : K1)K2 Γ
d2
⊢ k : K1 (5.5)
Γ ⊢ f(k) : [k/x]K2
Considérons que les UTT r[R]-dérivations des prémisses d1 et d2 deviennent,
après transformation, les dérivations Ψ(d1) et Ψ(d2) dans UTT r des jugements





⊢ k′′ : K ′′1 respectivement. Dans ce cas, les sortes
correspondantes dans Γ′ et Γ′′, devraient être égales dans UTT r et les mêmes pour
K ′1 et K
′′
1 . Si toutes ces sortes sont égales dans UTT
r, il existe donc un moyen
d’insérer les UTT r-dérivations de ces égalités.
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4.2.1.2 Le problème de conservativité
Nous pouvons dire que le problème de conservativité est un des principaux
problèmes, quand nous considérons le sous-typage comme un mécanisme d’abré-
viation. L’exemple suivant va aider à mieux comprendre son importance ainsi que
sa connexion avec les conditions de cohérence.
Exemple 4.3. Nous affirmons n’avoir aucune connaissance concernant les condi-
tions de cohérence.
Γ ⊢ A : Type Γ ⊢ B : Type Γ ⊢ c1 : (El(A))El(B) (A,B, c) ∈ R (ST.1)
Γ ⊢ A <c1 B : Type
Considérons qu’il existe un autre terme basique de coercion Γ ⊢ c2 : (El(A))El(B)
tel que c1 = c2 n’est pas derivable dans UTT r.
En utilisant la règle CD, il est possible de dériver les jugements suivants :
Γ, x : El(A) ⊢ [y : El(B)]y(c1(x)) = ([y : El(B)]y)x : El(B) et Γ, x :
El(A) ⊢ [y : El(B)]y(c2(x)) = ([y : El(B)]y)x : El(B).
De plus, en appliquant la β-réduction (règle 5.7), il est possible d’obtenir : Γ, x :
El(A) ⊢ c1(x) = ([y : El(B)]y)x : El(B) et Γ, x : El(A) ⊢ c2(x) = ([y :
El(B)]y)x : El(B).
Par la symétrie et la transitivité, on peut avoir Γ, x : El(A) ⊢ c1(x) = c2(x) :
El(B), puis dériver Γ ⊢ [x : El(A)]c1(x) = [x : El(A)]c2(x) : (EL(A))El(B).
En appliquant la η-réduction (règle 5.8), le jugement Γ ⊢ c1(x) = c2(x) : El(B)
peut être dérivé. Ce qui mène à une contradiction.
Comme le montre cet exemple, les règles de coercions peuvent générer de nou-
velles égalités, ce qui est en désaccord avec leur utilisation comme un mécanisme
d’abréviation. Il est difficile de prévoir quelles peuvent être les autres consé-
quences de ces nouvelles égalités.
Les conditions de cohérence sont nécessaires afin d’éviter des situations comme
celles rencontrées dans l’exemple ci-dessus.
4.2.1.3 Propriétés méta-théoriques de UTT r[R] et ses sous-systèmes
Un système relativement riche comme UTT r[R], contient plusieurs groupes
de règles d’inférences qui interagissent entre elles de manière relativement com-
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plexe. Pour que ce système soit un instrument efficace, nous devons d’abord étu-
dier ces propriétés basiques, ce qui inclut plusieurs résultats qui peuvent être vus
comme une forme d’élimination partielle de coupures, par exemple l’élimination
des règles de substitution, de transitivité pour les sous-sortes ou d’affaiblissement.
Un autre groupe de résultats importants, concerne les jugements présupposés
et leurs dérivations. Par exemple la dérivabilité d’un jugement de la forme
x1 : Q1, . . . , xn : Qn ⊢ K1 = K2
présuppose la dérivabilité des jugements :
x1 : Q1, . . . , xi−1 : Qi−1 ⊢ Qikind, x1 : Q1, . . . , xi : Qi ⊢ valid 1 ≤ i ≤ n,
et x1 : Q1, . . . , xn : Qn ⊢ Kjkind (j = 1, 2).
Comment peut-on obtenir ces jugements présupposés et quel est le lien entre la
dérivation d’un jugement présupposé et la dérivation principale ?
Ni le problème d’élimination de règles, ni celui des jugements présupposés
n’admet de solutions directes. Comme illustration des difficultés possibles, nous
verrons quelques exemples. Ces exemples aideront à comprendre l’ordre dans le-
quel les lemmes peuvent être organisés pour démontrer le résultat principal.
Exemple 4.4. Essayons d’éliminer la règle de substitution 6.7 par une induction
sur la taille de la dérivation.
Γ, x : K,Γ′
d1
⊢ k : K ′′ Γ, x : K,Γ′
d2
⊢ K ′′ = K ′
(3.1)
Γ, x : K,Γ′ ⊢ k : K ′ Γ
d3
⊢ k1 = k2 : K (6.7)
Γ, [k1/x]Γ
′ ⊢ [k1/x]k = [k2/x]k : [k1/x]K
′
Il semble naturel d’appliquer la règle adéquate de substitution au jugement fi-
nal de d1, puis de l’éliminer par hypothèse d’induction, ce qui nous donne la
dérivation :
Γ, x : K,Γ′
d1
⊢ k : K ′′ Γ
d3
⊢ k1 = k2 : K (6.7)
Γ, [k1/x]Γ
′ ⊢ [k1/x]k = [k2/x]k : [k1/x]K
′′
Ensuite il faut remplacer la sorte [k1/x]K ′′ par [k1/x]K ′. Pour cela il nous faudra
obtenir la dérivation suivante :
Γ, x : K,Γ′
d2
⊢ K ′′ = K ′ Γ
h


















′ ⊢ [k1/x]k = [k2/x]k : [k1/x]K
′
Le problème est qu’il nous manque la prémisse Γ
h
⊢ k1 : K. Nous pourrions
l’obtenir à partir de Γ
d3
⊢ k1 = k2 : K comme jugement présupposé.
En même temps, nous pouvons éprouver quelques difficultés à obtenir des ju-
gements présupposés. Considérons par exemple une dérivation se terminant par :
Γ ⊢ f = f ′ : (x : K)K ′ Γ ⊢ k1 = k2 : K (5.6)
Γ ⊢ f(k1) = f
′(k2) : [k1/x]K
′
Nous voulons obtenir le jugement f ′(k2) : [k1/x]K ′. En procédant par induc-
tion sur les prémisses on obtient les jugements Γ ⊢ f ′ : (x : K)K ′ et Γ ⊢ k2 : K.
Si on applique la règle 5.5, on a f ′(k2) : [k2/x]K ′ or la sorte devrait être [k1/x]K ′.
Pour obtenir le jugement désiré, nous aurons sans doute besoin de faire appel aux
substitutions, or nous rappelons que nous cherchons à les éliminer également.
Considérons un autre cas, une dérivation se terminant par :




2 Γ ⊢ K1 = K2 (5.2)
Γ ⊢ (x : K1)K
′




où on cherche des dérivations des deux jugements Γ ⊢ (x : K1)K ′1Kind et Γ ⊢
(x : K2)K
′
2Kind. En appliquant l’hypothèse d’induction à la prémisse gauche, on
obtient les jugements Γ, x : K1 ⊢ K ′1Kind et Γ, x : K1 ⊢ K
′
2Kind. Pour le pre-
mier jugement, il suffit d’appliquer la règle 5.1 pour avoir Γ ⊢ (x : K1)K ′1Kind.
Par contre, appliquer la règle 5.1 au second jugement nous donne comme résultat
Γ ⊢ (x : K1)K
′
2Kind. La sorte K1 devrait être changée en K2. Pour sauver la
situation il faudrait appliquer la règle 3.3 comme suit :
Γ, x : K1 ⊢ K
′
2Kind Γ ⊢ K1 = K2 (3.3)
Γ, x : K2 ⊢ K
′
2Kind
La règle 3.3 fait partie des règles admissibles que nous souhaitons éliminer.
Pour résoudre ces problèmes, nous commençons par considérer certaines règles
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dans une formulation affaiblie et moins problématique. A l’aide de ces règles,
nous prouvons une variante du théorème d’extraction de jugements présupposés
et par la suite, nous considérons le cas des règles qui pose les principales difficul-
tés.
Tous ces résultats sont présentés sous la forme de transformations algorith-
miques de dérivations. Par exemple toutes les dérivations utilisant les règles de
substitution sont transformées en des dérivations sans présence de règles de sub-
stitution, ou encore, de toute dérivation d’un jugement d’égalité, on peut extraire
une dérivation du typage d’un des membres de cette égalité, etc.
Avec cette approche, nous conservons plus d’informations sur les dérivations
que dans les approches qui utilisent des règles admissibles. La présence de règles
admissibles au sein d’une dérivation ne nous fournit aucune information sur la
relation entre les dérivations avec ou sans ces règles.
Comme nous avons pu le remarquer précédemment, l’opération de complétion
des coercions dépend des dérivations. Ce fait est d’une importance cruciale dans
l’étude des propriétés de UTT r[R]. L’admissibilité est trop faible pour pouvoir
dire quoi que ce soit sur le lien entre la complétion de coercions des dérivations
avec ou sans les règles admissibles, ou encore le lien entre les dérivations de cer-
tains jugements et les jugements présupposés qu’on peut en extraire. Ce lien peut
être établi plus facilement en présence de procédure explicite d’élimination et
d’extraction.
4.2.2 Plan de la preuve
1. Dans la section 4.2.3.3, on retrouve les principaux résultats suivants :
• Les lemmes d’élimination de la règle d’affaiblissement (wkn), d’élimina-
tion de la règle de retypage de contexte (3.3), ainsi que ceux d’élimination
des substitutions. La règle de retypage et celle de substitution sont consi-
dérées dans leurs formulations affaiblies.
• Les lemmes concernant les jugements présupposés et l’extraction de leurs
dérivations à partir de la dérivation du jugement principal. Certaines règles
sont également considérées dans leurs formulations affaiblies.
• L’équivalence entre les règles dans leurs formulations affaiblies et leurs
formulations ordinaires est effectuée à l’aide du lemme 4.20.
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L’ordre dans lequel apparaissent les lemmes est très important. Cela nous
évite de prouver l’ensemble des résultats par une seule et unique induction
fastidieuse et très compliquée.
2. Dans la section 4.2.3.4, nous prouvons à l’aide des lemmes précédents que
la transitivité pour les sous-sortes peut être éliminée dans la théorieUTT r[R]ok.
Pour chaque dérivation d du jugement Γ ⊢ K <c K ′ qui ne contient aucune
des règles coercitives (CA.1), (CA.2) et (CD), on peut construire une autre
dérivation d′ du jugement Γ ⊢ K <c′ K ′ où Γ ⊢ c = c′ : (K)K ′ est
dérivable dans UTT r. L’élimination des règles de transitivité pour les sous-
sortes permet de montrer que les conditions de cohérence sont vérifiées pour
les jugements de sous-sorte, si leurs dérivations ne contiennent pas de règles
coercitives et en admettant que les conditions de cohérence soient vérifiées
pour le sous-typage.
3. Dans la section 4.2.4.1, nous définissons l’opérateur Ψ de complétion de
coercions. A ce niveau, nous ne sommes pas encore en mesure de garantir
que Ψ est définie pour toutes les dérivations de UTT r[R].
4. Dans la section 4.2.4.2, nous montrons la relation qu’il existe entre Ψ et
les procédures d’élimination et d’extraction décrites dans la section 4.2.3.3.
Pour être plus précis, si Ψ(d) est définie, et si la dérivation d′ est obtenue à
partir de d par les procédures d’élimination et d’extraction citées plus haut,
alors Ψ(d′) est également définie, de plus les jugements finaux de Ψ(d) et
Ψ(d′) sont égaux dans UTT r.
5. Dans la section 4.2.4.3, on prouve que Ψ est définie pour toutes les dériva-
tions, si les conditions de cohérence sont satisfaites.
6. Pour finir, la section 4.2.5 est consacrée à montrer que le résultat de conser-
vativité est la conséquence du fait que la transformation Ψ est totale.
4.2.3 Propriétés méta-théoriques




L’exposant "-" ajouté au nom d’un système signifie que les règles suivantes
ont été supprimées :
• la règle d’affaiblissement wkn ;
• la règle de retypage de contexte 3.3 ;
• les règles de substitution de LF 6.1-6.7 ;
• les règles de substitution pour le sous-typage et le subkinding ST.5, SK.9.
Comme LF ⊂ UTT r ⊂ UTT r[R]o ⊂ UTT r[R]ok, nous avons également
LF− ⊂ UTT r− ⊂ UTT r[R]−o ⊂ UTT
r[R]−ok.
Nous considérons également des variantes de certaines règles ayant des pré-
misses supplémentaires. Ce sont les règles affaiblies. La variante d’une règle r
sera nommée r′.
Retypage de contexte
Γ, x : K,Γ′ ⊢ J Γ ⊢ K = K ′ Γ ⊢ K ′kind
(3.3’)
Γ, x : K ′,Γ′ ⊢ J
Les règles de substitutions












Transitivité et congruence pour le sous-typage
Γ ⊢ A <c B : Type Γ ⊢ A = A′ : Type Γ ⊢ A′ : Type (ST.2’)
Γ ⊢ A′ <c B : Type
Γ ⊢ A <c B : Type Γ ⊢ B = B′ : Type Γ ⊢ B′ : Type (ST.3’)
Γ ⊢ A <c B
′ : Type
Transitivité et congruence pour les sous-sortes
Γ ⊢ K1 <c K2 Γ ⊢ K2 = K
′
2 Γ ⊢ K
′
2kind (SK.5’)
Γ ⊢ K1 <c K
′
2
Γ ⊢ K1 <c K2 Γ ⊢ K1 = K
′
1 Γ ⊢ K
′
1kind (SK.6’)
Γ ⊢ K ′1 <c K2
On dénote par UTT r[R]w, le système UTT r[R] dans lequel les règles affai-
blies vues plus haut, remplacent celles correspondantes dans leur formulation or-
dinaire. Le calculUTT r[R]−w est obtenu de manière similaire à partir deUTT
r[R]−.
Nous montrerons par la suite, l’équivalence entre les calculs avec la formulation
affaiblie et ceux avec la formulation ordinaire des règles vues plus haut. Il faut
bien noter qu’aucun calcul que nous considérerons, ne contient à la fois les règles
dans leur formulation affaiblie et ordinaire.
4.2.3.2 Propriétés basiques
Nous présentons ici quelques propriétés basiques de notre système qui nous
seront utiles pour réaliser la preuve de conservativité. Nous commençons par in-
troduire quelques définitions, et nous fixons certaines notations.
Définition 4.5 (Constituants d’un jugement).
Nous appelons constituants d’un jugement Γ ⊢ J , les éléments suivants :
• les sortes des variables de Γ ;
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• les sortes des variables liées ;
• Si J ≡ Kkind ou J ≡ K1 = K2 alors K, respectivementK1 etK2 sont des
constituants ;
• Si J ≡ k : K ou J ≡ k1 = k2 : K alors k et K, respectivement k1, k2 et K
sont des constituants ;
• Si J ≡ A <c B : Type alors c, A, B et Type sont des constituants ;
• Si J ≡ K1 <c K2 alors c,K1 et K2 sont des constituants.
A, B, c, k, k1 et k2 sont appelés des terme-constituants tandis que K, K1, K2
et Type sont des sorte-constituants de Γ ⊢ J . Ces constituants sont considérés
différents dans chacune de leurs occurrences.
Remarque 4.6 (Notation).
Soit Γ′ ≡ x′1 : K
′




n , et Γ
′′ ≡ x′′1 : K
′′





l’abréviation Γ ⊢ Γ′ = Γ′′ signifiant :
Γ ⊢ K ′1 = K
′′






2 , . . ., Γ, x : K
′′
1 , . . . , xn−1 : K
′′
n−1 ⊢
K ′n = K
′′
n .
Nous considérons également comme abréviation l’égalité entre des jugements
de la même forme. Cela inclut l’égalité entre les contextes introduits précédem-
ment ainsi que l’égalité entre les constituants se trouvant du côté droit du signe
"⊢" des jugements. Il faut faire attention à l’ordre dans lequel les égalités sont
considérées. Par exemple l’expression Γ ⊢ k : K = Γ′ ⊢ k′ : K ′ est une abrévia-
tion pour ⊢ Γ = Γ′, Γ ⊢ K = K ′ et Γ ⊢ k = k′ : K.
Pour les règles d’inférences nous utiliserons l’abréviation
Γ,Γ′ ⊢ J Γ ⊢ Γ′ = Γ′′
(3.3)
Γ,Γ′′ ⊢ J
pour représenter l’inférence suivante :
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Γ, x1 : K
′
1, . . . , xn : K
′





Γ, x1 : K
′′
1 , . . . , xn : K
′
n ⊢ J......... Γ, x1 : K
′′







Γ, x1 : K
′′
1 , . . . , xn : K
′′
n ⊢ J
(... signifie une série appropriée de règle de retypage 3.3).
Une abréviation similaire sera utilisée pour une série de règles de retypage utili-
sant la formulation affaiblie 3.3′.
Si on considère deux dérivations d et d′ , la notation d ∼ d′ signifie que les
jugements finaux de d et d′ sont égaux dans le sens décrit précédemment.
Passons maintenant aux propriétés basiques de notre système.
Lemme 4.7. UTT r[R]o est une extension conservative deUTT r, c’est-à-dire que,
si l’expression J n’est pas de la forme A <c B : Type, alors le jugement Γ ⊢ J
est dérivable dans UTT r si et seulement si Γ ⊢ J est dérivable dans UTT r[R]o.
Lemme 4.8. Les conditions de cohérence sont vérifiées pour le système UTT r[R].
Lemme 4.9. UTT r[R]ok est une extension conservative de UTT r[R]o, c’est-à-
dire que, si l’expression J n’est pas de la forme K <c K ′, alors le jugement
Γ ⊢ J est dérivable dans UTT r[R]o si et seulement si Γ ⊢ J est dérivable dans
UTT r[R]ok.
Lemme 4.10.
(a) Si un jugement de la forme Γ ⊢ Kkind est dérivable alors K est soit une El-
sorte (sorte de la forme El(t)), une sorte-produit(sorte de la forme (x : Q)Q′)
ou la sorte Type.
(b) Si un jugement de la forme Γ ⊢ K = K ′ est dérivable alors K et K ′ sont
simultanément soit des El-sortes, des sorte-produits ou les sortes Type.
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(c) Si un jugement de la forme Γ ⊢ K <c K ′ est dérivable alors K et K ′ sont
simultanément soit des El-sortes, des sorte-produits ou les sortes Type.
Démonstration. Preuve par induction sur la taille des dérivations.
(a) Cas de base. C’est lorsque l’on rencontre une des règles 4.1, 4.2 ou 5.1.
Pas d’induction. Les règles à considérer sont les règles 4.1, 4.2, 5.1 et 6.2.
Evident pour 4.1, 4.2 et 5.1. Pour 6.2, par hypothèse d’induction le lemme est
vrai pour K, donc vrai pour [k/x]K car la substitution, selon sa définition ne
change pas la structure d’une sorte.
(b) Cas de base. C’est lorsque l’on rencontre une des règles 2.1 ou 4.3.
Pas d’induction. Les règles à considérer sont les règles 2.1, 2.2, 2.3, 4.3, 5.2,
et 6.4. Evident pour 2.1 et 4.3. Prenons l’exemple de 2.2, par hypothèse d’in-
duction le lemme est vrai pour K et K ′, c’est ce qu’on souhaite démontrer.
Pour 6.4, par hypothèse d’induction le lemme est vrai pour K et K ′, il l’est
donc pour [k/x]K et [k/x]K ′ car la substitution, selon sa définition ne change
pas la structure d’une sorte.
(c) Cas de base. C’est lorsque l’on rencontre une des règles SK.1 -SK.4.
Pas d’induction. Les règles à considérer sont toutes les règles pour les sous-
sortes. Evident pour SK.1 -SK.4. Exemple pour SK.5, par hypothèse d’induc-
tion et grâce au b), le lemme est vrai pour K1 et K ′2, c’est ce qu’on souhaite
démontrer. Pour SK.9, par hypothèse d’induction le lemme est vrai pour K1
et K2, il l’est donc pour [k/x]K1 et [k/x]K2, car la substitution, selon sa dé-
finition ne change pas la structure d’une sorte .
Lemme 4.11. Si un jugement de la forme Γ ⊢ J est dérivable, alors FV (J) ⊆
FV (Γ).
Démonstration. Par induction sur les dérivations.
Lemme 4.12. Si le jugement Γ, x : K ⊢ valid est dérivable, alors x /∈ FV (Γ).
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Démonstration. Preuve par induction sur la taille des dérivations.
Cas de base. Quand apparaît la règle 1.2.
Pas d’induction. les règles à considérer sont wkn, 3.3, 6.1. On applique l’hypo-
thèse d’induction aux prémisses.
4.2.3.3 Eliminations et jugements présupposés
Nous présentons dans cette section des algorithmes permettant d’éliminer des
règles admissibles et de construire des dérivations de jugements présupposés, à
partir de la dérivation d’un jugement principal.
Lemme 4.13 (Sous-dérivations). Nous nous positionnons dans le systèmeUTT r[R]−.
(a) Toute dérivation d du jugement Γ1,Γ2 ⊢ J contient une sous-dérivation V ◦Γ1(d)
du jugement Γ1 ⊢ valid.
(b) Toute dérivation d du jugement Γ1, x : K,Γ2 ⊢ J contient une sous-dérivation
K◦Γ1(d) du jugement Γ1 ⊢ KKind.
(c) Toute dérivation d du jugement Γ ⊢ (x : K1)K2 contient une sous-dérivation
p_◦(d) du jugement Γ1, x : K1 ⊢ K2Kind.
Démonstration. Par induction sur la taille (le nombre de règles) des dérivations
des prémisses gauches. Nous considérons quelques cas à titre d’exemple.
(a) Cas de base.
d≡ (1.1)
Γ1,Γ2 ⊢ valid
avec Γ2 ≡ ∅. V ◦Γ1(d)≡ Γ1 ⊢ valid.
Pas d’induction. Considérons la règle (ϑ-eq) :
Γ1,Γ2
d1
⊢ E[Θ¯m](C, a1, ..., am) : (Fm)A Γ1,Γ2 ⊢ E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)
[Θ¯m]) : (Fn)Fm Γ1,Γ2 ⊢ k : Fn
d≡
Γ1,Γ2 ⊢ E[Θ¯m](C, a1, ..., am)(E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)
[Θ¯m])(k) = E[Θ¯n](C2, aσ(1), ..., aσ(n))(k) : A




(b) Montrons d’abord que toute dérivation d du jugement Γ1, x : K ⊢ valid
contient une sous-dérivation K ′Γ1(d) du jugement Γ1 ⊢ Kkind.




Γ, x : K ⊢ valid
K ′Γ1(d) ≡ d1.
Revenons à K◦Γ1 .




⊢ valid, de plus Γ1
K′Γ1
(d1)




(c) Seule la règle (5.1) est à considérer :




Γ ⊢ (x : K1)K2kind
p_◦(d) ≡ d1.
Nous passons maintenant aux dérivations de UTT r[R]− étendues par certaines
règles.








les dérivations d1 et d2 ne contiennent pas la règle wkn. Il existe un algorithme
E◦wkn qui transforme d en une dérivation du même jugement mais ne contenant
pas la règle wkn.
Démonstration. Preuve par induction sur la taille de d1.








Avec Γ1 = Γ2 = ∅. Dans ce cas E
◦
wkn(d) ≡ d2.
Pas d’induction. Nous considérons les dernières prémisses de la dérivation d1
auxquelles nous appliquons la règle (wkn) avec la conclusion de la dérivation d2.
Nous éliminons ensuite (wkn) par hypothèse d’induction. On applique la dernière
règle de d1.
• Considérons le cas suivant comme illustration :









Γ1,Γ3,Γ2 ⊢ (y : Q)Q
′kind
Par hypothèse d’induction la dérivation suivante est définie







wkn( (wkn))Γ1,Γ3,Γ2, y : Q ⊢ Q′kind




Γ1,Γ3,Γ2 ⊢ (y : Q)Q
′kind









Γ0, x : K,Γ3 ⊢ valid
Avec Γ1 = Γ0, x : K et Γ2 = ∅. Dans ce cas E
◦
wkn(d) ≡ d2.








Γ, x : K ′,Γ′ ⊢ J
où les dérivations d1, d2 et d3 ne contiennent pas la règle 3.3′. Il existe un algo-
rithme E◦rt qui transforme d en une dérivation du même jugement mais ne conte-
nant pas la règle 3.3′.
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Démonstration. Preuve par induction sur la taille de d1.
Cas de base.








Γ, x : K ′ ⊢ valid
Γ
d3
⊢ K ′kindE◦rt(d)≡ (1.2)Γ, x : K ′ ⊢ valid
Pas d’induction.
• Pour la plupart des cas, on applique la règle 3.3′ aux prémisses de d1 que
l’on élimine par hypothèse d’induction. Prenons l’exemple suivant comme
illustration :




Γ, x : K,Γ′ ⊢ (y : Q)Q′kind Γ
d2




Γ, x : K ′,Γ′ ⊢ (y : Q)Q′kind
Par hypothèse d’induction la dérivation suivante est définie









rt( (3.3’))Γ, x : K ′,Γ′, y : Q ⊢ Q′kind
on a Γ, x : K ′,Γ′, y : Q
d′0
⊢ Q′kind
E◦rt(d) ≡ (5.1)Γ, x : K ′,Γ′ ⊢ (y : Q)Q′kind
• Considérons le cas particulier suivant :




Γ, x : K,Γ′ ⊢ x : K Γ
d2




Γ, x : K ′,Γ′ ⊢ x : K
Par hypothèse d’induction la dérivation suivante est définie









rt( (3.3’))Γ, x : K ′,Γ′ ⊢ valid
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Nous prenons E◦rt(d) ≡




Γ, x : K ′,Γ′ ⊢ x : K ′
Γ
d2
⊢ K = K ′ (2.2)
Γ ⊢ K ′ = K Γ, x : K ′,Γ′
d′0
⊢ valid
E◦wkn( (wkn))Γ, x : K ′,Γ′ ⊢ K ′ = K
(3.2)
Γ, x : K ′,Γ′ ⊢ x : K
Lemme 4.16. Il existe des algorithmes l◦<, r
◦
<, co
◦ qui extraient d’une UTT r[R]−w-
dérivation d d’un jugement de la forme Γ ⊢ A <c B : Type, les dérivations de
Γ ⊢ A : Type, Γ ⊢ B : Type et Γ ⊢ c : (El(A))El(B) respectivement. Si d est
une dérivation de Γ ⊢ K <c K ′ alors ces algorithmes extraient les dérivations de
Γ ⊢ Kkind, Γ ⊢ K ′kind et Γ ⊢ c : (K)K ′.





⊢ A : Type Γ
d2
⊢ B : Type Γ
d3
⊢ c : (El(A))El(B) (A, c, B) ∈ R
d≡ ST.1
Γ ⊢ A <c B : Type
Ce cas couvre le cas de base ainsi que les pas d’induction. l◦<(d) ≡ d1,





⊢ A <c B : Type Γ
d2
⊢ A = A′ : Type Γ
d3
⊢ A′ : Type
d≡ ST.2’
Γ ⊢ A′ <c B : Type





De plus co◦(d) est définie de la manière suivante :
Γ
r◦<(d1)




Γ ⊢ El(B) = El(B)
Γ
l◦<(d1)




Γ, x : El(A) ⊢ valid
E◦wkn((wkn) )Γ, x : El(A) ⊢ El(B) = El(B)
Γ
d2
⊢ A = A′ : Type
(4.3)
Γ ⊢ El(A) = El(A′)
(5.2)
Γ ⊢ x : (El(A))El(B) = (El(A′))El(B) Γ
co◦(d1)
⊢ c : (El(A))El(B)
(3.1)
Γ ⊢ c : (El(A′))El(B)
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⊢ k : K
(sub)
Γ, [k/x]Γ′ ⊢ [k/x]J
, où
(sub) représente une des règles 6.1-6.5 ou SK.9. Les sous-dérivations d1 et d2 ne
contiennent pas de règle de substitution. Il existe un algorithme Esub qui trans-
forme la dérivation d en une dérivation sans les règles représentées par (sub).
Démonstration. Prenons la dérivation d ≡
Γ, x : K,Γ′
D1







σ(n)[Θ¯m]) : (Fn)Fm Γ, x : K,Γ
′
D3
⊢ q : Fn
(ϑ-eq)




σ(n)[Θ¯m])(q) = E[Θ¯n](C2, aσ(1), ..., aσ(n))(q) : A Γ
d2
⊢ k : K
(6.5)




σ(n)[Θ¯m])(q)) = [k/x](E[Θ¯n](C2, aσ(1), ..., aσ(n))(q)) : A
On a Esub(d) ≡
Γ, [k/x]Γ′
D′1
⊢ [k/x]E[Θ¯m](C, a1, ..., am) : (Fm)A Γ, [k/x]Γ′
D′2
⊢ [k/x]E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)
[Θ¯m]) : (Fn)Fm Γ, [k/x]Γ′
D′3
⊢ [k/x]q : Fn
(ϑ-eq)
Γ, [k/x]Γ′ ⊢ [k/x]E[Θ¯m](C, a1, ..., am)([k/x]E[Θ¯n](C1, ιXσ(1)[Θ¯m], ..., ι
X
σ(n)
[Θ¯m])([k/x]q) = [k/x]E[Θ¯n](C2, aσ(1), ..., aσ(n))([k/x]q) : A
avec D′1 ≡ Γ, x : K,Γ
′
D1
⊢ E[Θ¯m](C, a1, ..., am) : (Fm)A Γ
d2
⊢ k : K
(6.3)
Γ, [k/x]Γ′ ⊢ [k/x]E[Θ¯m](C, a1, ..., am) : (Fm)A
D′2 ≡ Γ, x : K,Γ
′
D1
⊢ E[Θ¯m](C, a1, ..., am) : (Fm)A Γ
d2
⊢ k : K
(6.3)
Γ, [k/x]Γ′ ⊢ [k/x]E[Θ¯m](C, a1, ..., am) : (Fm)A
et D′3 ≡ Γ, x : K,Γ
′
D1
⊢ E[Θ¯m](C, a1, ..., am) : (Fm)A Γ
d2
⊢ k : K
(6.3)
Γ, [k/x]Γ′ ⊢ [k/x]E[Θ¯m](C, a1, ..., am) : (Fm)A
Notons que











[k/x]E[Θ¯n](C2, aσ(1), ..., aσ(n))([k/x]q) = [k/x](E[Θ¯n](C2, aσ(1), ..., aσ(n))(q))
Il existe deux cas spéciaux n’employant pas la même méthode :




Γ, x : K ⊢ valid Γ
d2




nous prenons Esub(d) ≡ Γ
V ◦Γ1
(d0)




• d1 se termine par (1.3) :




Γ, x : K,Γ′ ⊢ x : K Γ
d2
⊢ k : K
d ≡ (6.3)




⊢ k : K




⊢ k : K
Esub( (6.1))
Γ, [k/x]Γ′ ⊢ valid
Esub(d) ≡ E
◦
wkn( (wkn))Γ, [k/x]Γ′ ⊢ k : K
Lemme 4.18. (On considère ici les règles affaiblies). Soit la dérivation
Γ, x : K,Γ′
d1
⊢ K ′Kind Γ
d2
⊢ k1 = k2 : K Γ
d3
⊢ k1 : K Γ
d4







Γ, x : K,Γ′
d1
⊢ k′ : K ′ Γ
d2
⊢ k1 = k2 : K Γ
d3
⊢ k1 : K Γ
d4







Les dérivations d1, d2, d3, d4 ne contiennent pas de règle de substitution. Il existe
un algorithme Eeq qui transforme d en une dérivation du même jugement mais ne
contenant pas de règle de substitution.
Démonstration. Soit la dérivation
Γ, x : K,Γ′ ⊢ valid
(4.1)
Γ, x : K,Γ′ ⊢ Type Kind Γ
d2
⊢ k1 = k2 : K Γ
d3
⊢ k1 : K Γ
d4
⊢ k2 : K
d≡ (6.6’)
Γ, [k1/x]Γ
′ ⊢ Type = Type
On a Eeq(d) ≡
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Γ, x : K,Γ′ ⊢ Type Kind Γ
d3
⊢ k1 : KEsub( (6.2))
Γ, [k1/x]Γ
′ ⊢ Type Kind
(2.1)
Γ, [k1/x]Γ
′ ⊢ Type = Type
Lemme 4.19. Il existe un algorithme E◦, qui transforme touteUTT r[R]w-dérivation
d en une UTT r[R]−w-dérivation.
Démonstration. A l’aide des algorithmes d’élimination définis précédemment.
On considère maintenant des cas plus compliqués de jugements présupposés.








transforment toute UTT r[R]−w-dérivation d de
1) Γ ⊢ K1 = K2 en deux dérivations l
◦
=(d) de Γ ⊢ K1kind et r
◦
=(d) de Γ ⊢
K2kind ;
2) Γ ⊢ k1 = k2 : K en deux dérivations l◦=(d) de Γ ⊢ k1 : K et r
◦
=(d) de
Γ ⊢ k2 : K ;
3) Γ ⊢ Σ : K en une dérivation kd◦(d) de Γ ⊢ Kkind (Σ denote un terme ou une
égalité entre termes).
Démonstration. Voyons les trois cas simultanément par induction structurelle sur
les dérivations.
Cas de base. Ce sont les cas où l’on ne retrouve pas comme prémisse de la der-
nière règle de d, l’égalité pour 1) et 2) ou un jugement de typage pour 3). Ce qui
inclut la règle 2.1 pour 1), la règle 2.4 et les déclarations d’égalité pour 2) et la
règle 1.3 et les déclarations de constante pour 3).
1) si d ≡ Γ
d0
⊢ Kkind (2.1)
Γ ⊢ K = K




2) • si d ≡ Γ
d0
⊢ k : K (2.4)
Γ ⊢ k = k : K
; alors l◦=(d) ≡ r
◦
=(d) ≡ d0.
• si d se termine par une égalité déclarée, d ≡ . . .Γ
D1
⊢ k1 : K Γ
D2
⊢ k2 : K
Γ ⊢ k1 = k2 : K
;
alors l◦=(d) ≡ D1 et r
◦
=(d) ≡ D2.













Γ, x : K,Γ′ ⊢ Kkind
• Il faut également considérer les cas où d se termine par une déclaration de
constante. Par exemple, prenons le cas d’une constante de sorte Type, on
retrouve facilement le jugement Γ ⊢ Type kind.
Pas d’induction pour le cas 1). Les dérivations peuvent se terminer par les règles
suivantes :2.2, 2.3, 4.3, 5.2.
• Cas d ≡ Γ
d0
⊢ K = K ′ (2.2)
Γ ⊢ K ′ = K







• Cas d ≡ Γ
d1
⊢ K = K ′ Γ
d2
⊢ K ′ = K ′′ (2.3)
Γ ⊢ K = K ′′






• Cas d ≡ Γ
d0
⊢ A = B : Type
(4.3)
Γ ⊢ El(A) = El(B)kind






⊢ A : Type
(4.2)
Γ ⊢ El(A)kind
et r◦=(d) ≡ Γ
r◦=(d0)
⊢ B : Type
(4.2)
Γ ⊢ El(B)kind
• Cas d ≡ Γ, x : K1
d1




⊢ K1 = K2 (5.2)
Γ ⊢ (x : K1)K
′




l◦=(d) ≡ Γ, x : K
l◦=(d1)
⊢ K ′1kind (5.1)






Γ, x : K1
r◦=(d1)
⊢ K ′2kind Γ
d2
⊢ K1 = K2 Γ
d2
⊢ K2kindE◦( 3.3′)
Γ, x : K2 ⊢ K
′
2kind 5.1
Γ ⊢ (x : K2)K
′
2kind
Pas d’induction pour le cas 2). Les dérivations suivantes se terminent par les
règles : 2.5, 2.6, 3.2, 5.4, 5.6, 5.7, 5.8, CA.2, CD.
Les cas 2.5 et 2.6 sont similaires aux cas 2.2 et 2.3 avec l◦= et r
◦




• Cas d ≡ Γ
d1
⊢ k = k′ : K Γ
d2
⊢ K = K ′ (3.2)
Γ ⊢ k = k′ : K ′
l◦=(d) ≡ Γ
l◦=(d1)
⊢ k : K Γ
d2
⊢ K = K ′ (3.1)




⊢ k′ : K Γ
d2
⊢ K = K ′ (3.1)
Γ ⊢ k′ : K ′
• Cas d ≡ Γ, x : Q1
d1
⊢ q1 = q2 : K Γ
d2
⊢ Q1 = Q2 (5.4)
Γ ⊢ [x : Q1]q1 = [x : Q2]q2 : (x : Q1)Q
avec k1 ≡ [x : Q1]q1, k2 ≡ [x : Q2]q2 et Ki ≡ (x : Q1)Q.
l◦= ≡ Γ, x : Q1
l◦=(d1)
⊢ q1 : Q (5.3)
Γ ⊢ [x : Q1]q1 : (x : Q1)Q
Par hypothèse d’induction nous savons que kd◦(d1) est définie. Nous avons :
Γ
h
⊢ [x : Q2]q2 : (x : Q2)Q




Γ, x : Q1 ⊢ Q = Q Γ
d2
⊢ Q1 = Q2
5.2
Γ ⊢ (x : Q1)Q = (x : Q2)Q
2.2
Γ ⊢ (x : Q2)Q = (x : Q1)Q
r◦=(d) ≡ 3.1Γ ⊢ [x : Q2]q2 : (x : Q2)Q
avec h ≡
Γ, x : Q1
r◦=(d1)
⊢ q2 : Q Γ
d2
⊢ Q1 = Q2 Γ
d2
⊢ Q2kindE◦( 3.3′)
Γ, x : Q2 ⊢ q2 : Q
5.3
Γ ⊢ [x : Q2]q2 : (x : Q2)Q
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• Cas d ≡ Γ
d1
⊢ f1 = f2 : (x : Q)Q
′ Γ
d2
⊢ q1 = q2 : K (5.6)
Γ ⊢ f1(q1) = f2(q2) : [q1/x]Q
′
.
avec ki ≡ fi(qi) et K ≡ [q1/x]Q′.
l◦=(d) ≡ Γ
l◦=(d1)
⊢ f1 : (x : Q)Q
′ Γ
l◦=(d2)
⊢ q1 = q2 : K (5.5)
Γ ⊢ f1(q1) : [q1/x]Q
′
Nous pouvons définir les dérivations h ≡ kd◦(d1) par hypothèse d’induc-




⊢ f2 : (x : Q)Q′ Γ
r◦=(d2)
⊢ q2 : Q
5.5
Γ ⊢ f2(q2) : [q2/x]Q′




⊢ q1 = q2 : Q Γ
l◦=(d2)
⊢ q1 : Q Γ
r◦=(d2)
⊢ q2 : Q
E◦( 6.6’)
Γ ⊢ [q1/x]Q′ = [q2/x]Q′
2.2
Γ ⊢ [q2/x]Q′ = [q1/x]Q′
3.1
Γ ⊢ f2(q2) : [q1/x]Q′
• Cas d ≡ Γ, x : Q
d1
⊢ q′ : Q′ Γ
d2
⊢ q : Q
(5.7)
Γ ⊢ ([x : Q]q′)q = [q/x]q′ : [q/x]Q′
avec k1 ≡ ([x : Q]q′)q, k2 ≡ [q/x]q′ et K ≡ [q/x]Q′.
l◦=(d) ≡
Γ, x : Q
d1
⊢ q′ : Q′
(5.3)
Γ ⊢ [x : Q]q′ : (x : Q)Q′ Γ
d2
⊢ q : Q
(5.5)
Γ ⊢ ([x : Q]q′)q : [q/x]Q′
et r◦=(d) ≡ Γ, x : Q
d1
⊢ q′ : Q′ Γ
d2
⊢ q : Q
E◦( (6.3))
Γ, [k/x]Γ′ ⊢ [q/x]q′ : [q/x]Q′
• Cas d ≡ Γ
d0
⊢ f : (x : Q)Q′ x /∈ FV (Γ)
(5.8)
Γ ⊢ [x : Q]f(x) = f : (x : Q)Q′









Γ, x : Q ⊢ f : (y : Q)[y/x]Q′




Γ, x : Q ⊢ x : Q
(5.5)
Γ, x : Q ⊢ f(x) : Q′
(5.3)
Γ ⊢ [x : Q]f(x) : (x : Q)Q′
Et r◦=(d) ≡ d0
• Cas d ≡ Γ
d1
⊢ f1 = f2 : (x : Q)Q
′ Γ
d2
⊢ q1 = q2 : Q0 Γ
d3
⊢ Q0 <c Q (CA.2)
Γ ⊢ f1(q1) = f2(q2) : [c(q1)/x]Q
′
avec k1 ≡ f1(q1), k2 ≡ f2(q2) et K ≡ [c(q1)/x]Q′.
l◦=(d) ≡ Γ
l◦=(d1)
⊢ f1 : (x : Q)Q
′ Γ
l◦=(d2)
⊢ q1 : Q0 Γ
d3
⊢ Q0 <c Q (CA.1)
Γ ⊢ f1(q1) : [c(q1)/x]Q
′
Par hypothèse d’induction nous savons que h ≡ Γ
kd◦(d1)
⊢ (x : Q)Q′ est défi-
nie. De plus grâce au lemme 4.13, on a Γ
co◦(d3)
⊢ c : (x : Q0)Q. Considérons
la dérivation suivante :





⊢ c : (Q0)Q
(2.4)
Γ ⊢ c = c : (Q0)Q Γ
d2
⊢ q1 = q2 : Q0
(5.6)
Γ, x : Q ⊢ c(q1) = c(q2) : Q
Γ
co◦(d3)
⊢ c : (Q0)Q Γ
r◦=(d2)
⊢ q2 : Q0
(5.5)
Γ, x : Q ⊢ c(q2) : Q
h′ ≡ (6.6’)
Γ ⊢ [c(q1)/x]Q′ = [c(q2)/x]Q′
Finalement on prend r◦=(d) ≡
Γ
r◦=(d1)
⊢ f2 : (x : Q)Q′ Γ
r◦=(d2)
⊢ q2 : Q0 Γ
d3
⊢ Q0 <c Q
(CA.1)
Γ ⊢ f1(q1) : [c(q1)/x]Q′
Γ
E◦(h′)
⊢ [c(q1)/x]Q′ = [c(q2)/x]Q′
(2.2)
Γ ⊢ [c(q2)/x]Q′ = [c(q1)/x]Q′
r◦=(d) ≡
Γ ⊢ f2(q2) : [c(q1)/x]Q′
• Cas d ≡ Γ
d1
⊢ f = (x : Q)Q′ Γ
d2
⊢ q : Q0 Γ
d3
⊢ Q0 <c Q (CD)
Γ ⊢ f(q) = f(c(q)) : [c(q)/x]Q′




⊢ f = (x : Q)Q′ Γ
d2
⊢ q : Q0 Γ
d3
⊢ Q0 <c Q (CA.1)
Γ ⊢ f(q) : [c(q)/x]Q′
r◦= ≡ Γ
d1
⊢ f = (x : Q)Q′
Γ
co◦(d3)
⊢ q : (Q0)Q Γ
d2
⊢ q : Q0 (5.5)
Γ ⊢ c(q) : Q
(5.5)
Γ ⊢ f(c(q)) : [c(q)/x]Q′
Pas d’induction pour le cas 3). Voyons le cas des règles : 1.3, 2.4, 2.5, 2.6, 5.8,
3.1, 3.2, 5.3, 5.4, 5.5, 5.6 5.7 ST1 CA.1 CA.2 CD.
• Les règles (2.4, 2.5, 2.6, 5.8) se présentent de la forme : d ≡ . . .Γ
d0
⊢ Σ : K . . .
Γ ⊢ Σ′ : K
En appliquant l’hypothèse d’induction nous obtenons kd◦(d) ≡ kd◦(d0).




Γ, x : K,Γ′ ⊢ x : K








Γ, x : K,Γ′ ⊢ Kkind
• Cas d ≡ Γ
d1
⊢ k : K Γ
d2
⊢ K = K ′ (3.1)
Γ ⊢ k : K ′
. Par hypothèse d’induction
nous avons la dérivation Γ
r◦=(d2)
⊢ K ′kind. On prend kd◦(d) ≡ r◦=(d2).
• Cas d ≡ Γ
d1
⊢ k = k′ : K Γ
d2
⊢ K = K ′ (3.2)
Γ ⊢ k = k′ : K ′
Par hypothèse d’induc-
tion nous avons la dérivation Γ
r◦=(d2)
⊢ K ′kind. On prend kd◦(d) ≡ r◦=(d2).
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• Cas d ≡ Γ, x : K
d0
⊢ k : K ′
(5.3)
Γ ⊢ [x : K]k : (x : K)K ′




Γ ⊢ (x : K)K ′kind
• Cas d ≡ Γ, x : K1
d1
⊢ k1 = k2 : K Γ
d2
⊢ K1 = K2 (5.4)
Γ ⊢ [x : K1]k1 = [x : K2]k2 : (x : K1)K
on a




Γ ⊢ (x : K1)Kkind
• Cas d ≡ Γ
d1
⊢ f : (x : K)K ′ Γ
d2
⊢ k : K
(5.5)
Γ ⊢ f(k) : [k/x]K ′
Par hypothèse d’induction nous avons Γ
h
⊢ (x : K)K ′kind, avec h ≡
kd◦(d1), et le lemme 4.13 nous permet de définir :
kd◦(d) ≡ Γ, x : K
p_◦(h)
⊢ K ′kind Γ
d2
⊢ k : K
E◦( (6.2))
Γ ⊢ [k/x]K ′kind
• Cas d ≡ Γ
d1
⊢ f = f ′ : (x : K)K ′ Γ
d2
⊢ k1 = k2 : K (5.6)
Γ ⊢ f(k1) = f
′(k2) : [k1/x]K
′
Par hypothèse d’induction nous avons Γ
h
⊢ (x : K)K ′kind, avec h ≡
kd◦(d1), et Γ
l◦=(d2)
⊢ k1 : K. Le lemme 4.13 nous permet de définir :
kd◦(d) ≡ Γ, x : K
p_◦(h)
⊢ K ′kind Γ
l◦=(d2)
⊢ k1 : KE◦( (6.3))
Γ ⊢ [k1/x]K
′kind
• Cas d ≡ Γ, x : K
d1
⊢ k′ : K ′ Γ
d2
⊢ k : K
(5.7)
Γ ⊢ ([x : K]k′)k = [k/x]k′ : [k/x]K ′
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kd◦(d) ≡ Γ, x : K
kd◦(d1)
⊢ K ′kind Γ
d2
⊢ k : K
E◦( (6.3))
Γ ⊢ [k/x]K ′kind
• Cas d ≡ Γ
d1
⊢ f : (x : K)K ′ Γ
d2
⊢ k : K0 Γ
d3
⊢ K0 <c K (CA.1)
Γ ⊢ f(k) : [c(k)/x]K ′
Par hypothèse d’induction nous avons Γ
h
⊢ (x : K)K ′kind, avec h ≡
kd◦(d1). Le lemme 4.13 nous permet de définir :





⊢ c : (K0)K Γ
d2
⊢ k : K0 (5.5)
Γ ⊢ c(k) : K
kd◦(d) ≡ E◦( (6.2))
Γ ⊢ [c(k)/x] : K ′
• Cas d ≡ Γ
d1
⊢ f = f ′ : (x : K)K ′ Γ
d2
⊢ k1 = k2 : K0 Γ
d3
⊢ K0 <c K (CA.2)
Γ ⊢ f(k1) = f
′(k2) : [c(k1)/x]K
′
Par hypothèse d’induction nous avons Γ
h
⊢ (x : K)K ′kind, avec h ≡
kd◦(d1) , et Γ
l◦=(d2)
⊢ k1 : K0 . Le lemme 4.13 nous permet de définir :





⊢ c : (K0)K Γ
l◦=(d2)
⊢ k1 : K0 (5.5)
Γ ⊢ c(k1) : Kkd◦(d) ≡ E◦( (6.2))
Γ ⊢ [c(k1)/x] : K
′
• Cas d ≡ Γ
d1
⊢ f : (x : K)K ′ Γ
d2
⊢ k0 : K0 Γ
d3
⊢ K0 <c K (CD)
Γ ⊢ f(k0) : [c(k0)/x]K
′
Par hypothèse d’induction nous avons Γ
h
⊢ (x : K)K ′kind, avec h ≡
kd◦(d1). Le lemme 4.13 nous permet de définir :
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⊢ c : (K0)K Γ
d2
⊢ k0 : K0 (5.5)
Γ ⊢ c(k0) : Kkd◦(d) ≡ E◦( (6.2))
Γ ⊢ [c(k0)/x] : K
′
Lemme 4.21. Il existe des algorithmes less et more qui transforment respec-
tivement toute UTT r[R]−w-dérivation d en une UTT
r[R]−-dérivation, et toute
UTT r[R]−-dérivation d′ en une UTT r[R]−w-dérivation, tels que less(d) ∼ d et
more(d′) ∼ d′ respectivement. Si d est uneUTT r[R]−-dérivation alors less(more(d)) ≡
d.
Démonstration. L’algorithme less efface juste les prémisses supplémentaires, des
règles de UTT r[R]−w qui ne sont pas des règles de UTT
r[R]−, des dérivations.
Tandis que l’algorithme more est défini par induction sur le nombre de règles de
UTT r[R]− qui ont une forme différente dans UTT r[R]−w .
Cas de base. Quand il n’y a aucune des règles considérées ci dessus :more(d) ≡
d.
Pas d’induction.
exemple cas d ≡ Γ
d1
⊢ K1 <c K2 Γ
d2
⊢ K2 = K
′
2 (SK.5)
Γ ⊢ K1 <c K
′
2
En appliquant l’hypothèse d’induction, on sait que more(d1) et more(d2) sont
définies et sont dans UTT r[R]−w . On peut donc rajouter la prémisse supplémen-
taire Γ
r◦<(more(d2))
⊢ K ′2kind et obtenir
more(d) ≡ Γ
more(d1)
⊢ K1 <c K2 Γ
more(d2)




⊢ K ′2kind (SK.5’)
Γ ⊢ K1 <c K
′
2
Lemme 4.22. Il existe un algorithme E∗ qui transforme touteUTT r[R]-dérivation
d en une UTT r[R]−w-dérivation du même jugement.
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Démonstration. Preuve par induction sur le nombre de règles de UTT r[R] qui ne
sont pas des règles de UTT r[R]−w .
Cas de base. Il n’existe aucune de ces règles dans d. Dans ce cas E∗(d) ≡ d.
Pas d’induction.
• Cas où la dernière règle de d est une des règles dont il existe une version
avec une prémisse supplémentaire.
Exemple cas d ≡ Γ
d1
⊢ K1 <c K2 Γ
d2
⊢ K2 = K
′
2 (SK.5)




En appliquant l’hypothèse d’induction, on sait que E∗(d1) et E
∗(d2) sont




⊢ K ′2kind et obtenir :
E∗(d) ≡ Γ
E∗(d1)
⊢ K1 <c K2 Γ
E∗(d2)





⊢ K ′2kind (SK.5’)
Γ ⊢ K1 <c K
′
2
• Cas où la dernière règle de d est une des règles à éliminer.







En appliquant l’hypothèse d’induction, on sait que E∗(d1) et E
∗(d2) sont
définies et sont dans UTT r[R]−w . Les conditions sont réunies pour que l’on
puisse utiliser l’algorithme E◦wkn afin d’éliminer wkn.





E◦wkn( (wkn))Γ1,Γ3Γ2 ⊢ J
.
Lemme 4.23. Il existe un algorithme E qui transforme toute UTT r[R]-dérivation
d en une UTT r[R]−-dérivation du même jugement.
Démonstration. Quelque soit la dérivation d, E(d) ≡ less(E∗(d)).
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Theorème 4.24. Il existe des algorithmes VΓ1 ,KΓ1 , l=, r=, l=, r=, kd, l<, r< et co
qui transforment toute UTT r[R]-dérivation d de
1) Γ1,Γ2 ⊢ J en une UTT r[R]−-dérivation VΓ1(d) de Γ1 ⊢ valid ;
2) Γ1, x : K,Γ2 ⊢ J en une UTT r[R]−-dérivation KΓ1(d) de Γ1 ⊢ KKind ;
3) Γ ⊢ K1 = K2 en deux UTT r[R]−-dérivations l=(d) de Γ ⊢ K1kind et r=(d)
de Γ ⊢ K2kind ;
4) Γ ⊢ k1 = k2 : K en deux UTT r[R]−-dérivations l=(d) de Γ ⊢ k1 : K et r=(d)
de Γ ⊢ k2 : K ;
5) Γ ⊢ Σ : K en une UTT r[R]−-dérivation kd(d) de Γ ⊢ Kkind (Σ dénote un
terme ou une égalité entre termes) ;
6) Γ ⊢ A <c B : Type ou Γ ⊢ K <c K ′ en des UTT r[R]−-dérivations :
• l<(d) de Γ ⊢ A : Type ou Γ ⊢ Kkind,
• r<(d) de Γ ⊢ B : Type ou Γ ⊢ K ′kind,
• co(d) de Γ ⊢ c : (El(A))El(B) ou Γ ⊢ c : (K)K ′ respectivement.





(E(d)), KΓ1(d) ≡ K
◦
Γ1





∗(d))), l=(d) ≡ less(l◦=(E
∗(d))), r=(d) ≡ less(r◦=(E
∗(d))), kd(d) ≡
less(kd◦(E∗(d))), l<(d) ≡ less(l
◦
<(E




a) Il existe des algorithmes P_ et P
′
_ qui transforment toute UTT
r[R]-dérivation
d de Γ ⊢ (x : K)Qkind en des UTT r[R]−-dérivations de Γ ⊢ Kkind et
Γ, x : K ⊢ Qkind respectivement.
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= qui transforment touteUTT
r[R]-dérivation
d de Γ ⊢ (x : K)Q = (x : K ′)Q′ en des UTT r[R]-dérivations de Γ ⊢ K =
K ′, Γ, x : K ⊢ Q = Q′ et Γ, x : K ′ ⊢ Q = Q′ respectivement.
Démonstration.
a) On a P_(d) ≡ K◦Γ1(p_
◦(E(d))) et P′_(d) ≡ p_
◦(E(d)).
b) Prenons d′ ≡ E(d). On procède par induction sur la taille de d′.
Cas de base. C’est le cas de la règle 2.1 (voir développement plus bas).
Pas d’induction. les règles à considérer sont 2.1, 2.2, 2.3, 5.2.
• Considérons le cas d′ ≡ Γ, x : K
d′1
⊢ Q = Q′ Γ
d′2
⊢ K = K ′
(5.2)
Γ ⊢ (x : K)Q = (x : K ′)Q′
Nous avons P=(d′) ≡ d′2, P
′
=(d
′) ≡ d′1 et P
′′
=(d
′) ≡ Γ, x : K
d′1
⊢ Q = Q′ Γ
d′2
⊢ K = K ′
(3.3)
Γ, x : K ′ ⊢ Q = Q′
• Considérons le cas
d′ ≡ Γ
d′1
⊢ (x : K)Q = (x : K”)Q” Γ
d′2
⊢ (x : K”)Q” = (x : K ′)Q′
(2.3)
Γ ⊢ (x : K)Q = (x : K ′)Q′
– Nous pouvons appliquer l’hypothèse d’induction aux dérivations d′1 et d
′
2.
Ensuite nous obtenons P=(d′) ≡ Γ
P=(d′1)
⊢ K = K” Γ
P=(d′2)
⊢ K” = K ′ (2.3)
Γ ⊢ K = K ′
– Ci-dessous nous pouvons appliquer l’hypothèse d’induction aux prémisses
de d′. Nous obtenons : P′=(d
′) ≡




⊢ Q = Q”




⊢ Q” = Q′
Γ
P=(d′1)
⊢ K = K” (2.2)
Γ ⊢ K” = K
(3.3)
Γ, x : K ⊢ Q” = Q′
(2.3)
Γ, x : K ⊢ Q = Q′
106
– Ci-dessous nous pouvons appliquer l’hypothèse d’induction aux prémisses
de d′. Nous obtenons :
P′′=(d
′) ≡








⊢ Q” = Q′
(2.3)
Γ, x : K” ⊢ Q = Q′ Γ
P=(d′2)
⊢ K” = K ′
(3.3)
Γ, x : K ′ ⊢ Q = Q′
• Considérons le cas d′ ≡ Γ
d′0
⊢ (x : K ′)Q′ = (x : K)Q
(2.2)
Γ ⊢ (x : K)Q = (x : K ′)Q′
On obtient les dérivations suivantes :
P=(d′) ≡ Γ
P=(d′0)
⊢ K ′ = K (2.2)
Γ ⊢ K = K ′
P′=(d
′) ≡




⊢ Q′ = Q
(2.2)
Γ, x : K ′ ⊢ Q = Q′ Γ
P=(d′0)
⊢ K ′ = K
(3.3)
Γ, x : K ⊢ Q = Q′
P′′=(d
′) ≡ Γ, x : K ′
P=(d′0)
⊢ Q′ = Q
(2.2)
Γ, x : K ′ ⊢ Q = Q′
• Considérons le cas d′ ≡ Γ
d′0
⊢ (x : K)Qkind
(2.1)
Γ ⊢ (x : K)Q = (x : K)Q













Γ, x : K ⊢ Q = Q
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Lemme 4.26. Considérons une UTT r[R]-dérivation d du jugement Γ ⊢ f(k) :
Type.
1. Il existe un algorithme coer qui établit si le terme f(k) provient d’une ap-
plication coercitive ou pas.
2. Si l’application n’est pas coercitive, il existe des algorithmes kl1 et kl2 qui
en extraient des dérivations des jugements Γ ⊢ f : (K)Type et Γ ⊢ k : K
respectivement.
3. Si l’application est coercitive, il existe également un algorithme kl3 tel que :
kl1 en extrait une dérivation du jugement Γ ⊢ f : (K)Type, kl2 en extrait
une dérivation jugement Γ ⊢ k : K0 pour une sorte K0 quelconque, et kl3
en extrait une dérivation du jugement Γ ⊢ K0 <c K.
Démonstration.
1. Par observation de la dérivation d. Pour toute règle sauf 5.5 et CA.1, il existe
une prémisse unique qui contient la "pré-image" de f(k). En remontant la
dérivation d, si l’on rencontre en premier l’application de la règle 5.5 avec
les premisses Γ
d1
⊢ f : (K)Type et Γ
d2
⊢ k : K, alors le terme f(k) pro-
vient d’une application non coercitive. Si l’on rencontre en premier l’appli-
cation de la règle CA.1 avec les prémisses Γ
d1
⊢ f : (K)Type, Γ
d2
⊢ k : K0
et Γ
d3
⊢ K0 <c K, alors le terme f(k) provient d’une application coerci-
tive.
2. Par induction sur les dérivations. Cas où l’application est non coercitive.
Cas de base. Lorsque d se termine par la règle 5.5.
Γ
d1
⊢ f : (K)Type Γ
d2
⊢ k : K
d ≡ (5.5)
Γ ⊢ f(k) : Type
on a kl1(d) ≡ d1, kl2(d) ≡ d2 et kl3(d) n’existe pas.




⊢ f(k) : Type Γ
d2
⊢ Type = Type
d ≡ (3.1)
Γ ⊢ f(k) : Type
Remarquons que la seule sorte pouvant être égale à Type est Type elle-
même. On peut conclure par hypothèse d’induction sur d1.
3. Par induction sur les dérivations. Cas où l’application est coercitive.
Cas de base. Lorsque d se termine par la règle CA.1.
Γ
d1
⊢ f : (K)Type Γ
d2
⊢ k : K0 Γ
d3
⊢ K0 <c K
d ≡ (CA.1)
Γ ⊢ f(k) : Type
on a kl1(d) ≡ d1, kl2(d) ≡ d2 et kl3(d) ≡ d3 .
Pas d’induction. Identique au cas 2 en considérant les règles 3.1 et CA.1.
Lemme 4.27. Il existe un algorithmeKΘi qui transforme touteUTT
r[R]-dérivation
d de Γ ⊢ κX [Θ¯] : K en des dérivations de Γ, X : Type ⊢ Θikind (1 ≤ i ≤ n).
Avec Θ¯ de la forme < Θ1, . . . ,Θn >, où κX [Θ¯] est une expression constante.
Démonstration. Par induction sur les dérivations.
4.2.3.4 Elimination de la transitivité pour les sous-sortes
Afin de pouvoir propager les conditions de cohérence qui sont vérifiées pour
le sous-typage aux sous-sortes, nous cherchons ici à éliminer les règles de transi-
tivité pour les sous-sortes dans le calcul UTT r[R]−ok.
Lemme 4.28. Il existe un algorithmeEl− qui transforme touteUTT r[R]−-dérivation
d de :
1) Γ ⊢ El(A)kind en une dérivation de Γ ⊢ A : Type ;
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2) Γ ⊢ El(A) = El(B) en une dérivation de Γ ⊢ A = B : Type ;
3) Γ ⊢ El(A) <c El(B) en une dérivation de Γ ⊢ A <c B : Type.
Démonstration. Preuve par induction sur la taille de d. Les règles à considérer
sont 2.1, 2.2, 2.3, 4.2, 4.3,SK.1, SK.5, SK.6, SK.7, SK.8.
Cas de base.
1) Pour le cas de base, la dernière règle de d est (4.2). Le résultat est immédiat,
en prenant la dérivation de la prémisse de cette dernière règle pour El−(d).
2) Ici la dernière règle de d est forcément (4.3). Le résultat est immédiat en pre-
nant la dérivation de la prémisse de cette dernière règle pour El−(d).
3) Ici la dernière règle de d est forcément (SK.1). Le résultat est immédiat en
prenant la dérivation de la prémisse de cette dernière règle pour El−(d).
Pas d’induction.
Pour les cas 4.2, 4.3,SK.1, la prémisse contient exactement le jugement recher-
ché, on prend la dérivation de la prémisse pour El−(d), comme illustré dans les
cas de base. Pour les autres règles (2.1, 2.2, 2.3, 4.2, 4.3,SK.1, SK.5, SK.6, SK.7,
SK.8), on applique l’algorithme El− aux dérivations des prémisses puis on ap-
plique la règle correspondante pour les types, à savoir : 2.2 → 2.4, 2.3 → 2.6,




⊢ El(A) <c El(B) Γ
d2
⊢ c = c′ : (El(A))El(B)
(SK.8)
Γ ⊢ El(A) <c′ El(B)
. On obtient
la dérivation suivante :
El−(d) ≡ Γ
El−(d1)
⊢ A <c B Γ
d2
⊢ c = c′ : (El(A))El(B)
(ST.5)
Γ ⊢ A <c′ B
Définition 4.29 (Pré-sortes). Nous appelons pré-sortes, les expressions définies
inductivement de la manière suivante :
• Type est une pré-sorte ;
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• SiK etK ′ sont des pré-sortes alors (x : K)K ′ est une pré-sorte. Toutes les
occurrences de x dans K ′ sont liées.
Définition 4.30. Nous définissons le rang d’une pré-sorte, noté rank(K), où K
est une pré-sorte.
• Si K ≡ El(k) ou K ≡ Type alors rank(K) = 0 ;
• Si K ≡ (x : K1)K2 alors rank(K) = max(rank(K1), rank(K2)) + 1.
Notons que le rang est défini pour toutes les pré-sortes.
Lemme 4.31. Toutes les sortes de UTT r[R] sont des pré-sortes.
Démonstration. Preuve par induction sur les dérivations.
Lemme 4.32. Si K est une pré-sorte , k une expression quelconque et x une
variable alors rank(K) = rank([k/x]K).
Démonstration. Par induction sur la taille de K.
Cas de base.
Quand K ≡ El(F (x)), on sait que [k/x]El(F (x)) = El(F (k)) et par définition
rank(El(F (x))) = rank(El(F (k))) = 0.
Quand K ≡ Type, on sait que [k/x]Type = Type d’où rank([k/x]Type) =
rank(Type) = 0.
Pas d’induction.
PrenonsK ≡ (x : K1)K2, on sait que [k/x]((x : K1)K2) = (x : [k/x]K1)[k/x]K2.
Par définition rank([k/x]((x : K1)K2)) = max(rank([k/x]K1), rank([k/x]K2))+
1, or par hypothèse d’induction rank([k/x]K1) = rank(K1) et rank([k/x]K2) =
rank(K2). Par conséquent rank([k/x]((x : K1)K2)) = max(rank(K1), rank(K2))+
1 = rank((x : K1)K2).
Lemme 4.33. Dans le système UTT r[R]−ok, on a :
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a) si Γ ⊢ K = K ′ est dérivable alors rank(K) = rank(K ′) ;
b) si Γ ⊢ K <c K ′ est dérivable sans les règles SK.5, SK.6 et SK.7, alors
rank(K) = rank(K ′).
Démonstration. Soit r = max(rank(K), rank(K ′)), grâce au lemme 4.10, on
sait que si une des deux sortes K ou K ′ est une sorte-produit alors l’autre l’est
également.
a) On procède par induction sur r.
Cas de base . Quand r = 0, rank(K) = rank(K ′) = 0.
Pas d’induction. Si on a le jugement Γ ⊢ (x : Q1)Q2 = (x : Q′1)Q
′
2,
alors par rapport au lemme 4.25, on sait que les jugements Γ ⊢ Q1 = Q′1





1)) sont plus petits quemax(rank((x : Q1)Q2), rank((x :
Q′1)Q
′
2)), on peut ainsi appliquer l’hypothèse d’induction et on a rank(Q1) =
rank(Q′1) et rank(Q2) = rank(Q
′
2) . Par conséquent rank((x : Q1)Q2) =








b) Soit d une dérivation du jugement Γ ⊢ K <c K ′, prenons s sa taille. Nous
procédons par induction sur rω + s.
Cas de base . Quand r = 0, rank(K) = rank(K ′) = 0.
Pas d’induction. Le jugement final de d est Γ ⊢ (x : Q1)Q2 <c (x : Q′1)Q
′
2,
avec K ≡ (x : Q1)Q2 et K ′ ≡ (x : Q′1)Q
′
2. On présume que les règles SK.5,
SK.6 et SK.7 n’apparaissent pas dans d. Les règles à considérer sont SK.2,
SK.3, SK.4, SK.8.


















Étant donné quemax(rank(Q1), rank(Q′1)) est plus petit quemax(rank((x :




2)), on peut ainsi appliquer l’hypothèse d’induc-
tion et on a rank(Q1) = rank(Q′1). De plus grâce au a) du lemme et
au lemme 4.28 on sait que rank(Q2) = rank(Q′2). On obtient donc que
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1 = rank((x : Q′1)Q
′
2).
• Considérons le cas
d ≡ Γ
d1
















Ici le paramètre r reste inchangé au niveau des prémisses, par contre le
paramètre s diminue. On peut donc appliquer l’hypothèse d’induction au
jugement final de d1 et obtenir rank((x : Q1)Q2) = rank((x : Q′1)Q
′
2).
Lemme 4.34. Il existe un algorithme qui transforme toute UTT r[R]−ok-dérivation
d de la forme :
Γ
d1
⊢ K <c K
′ Γ
d2
⊢ K ′ = K ′′
(SK.5)




⊢ K ′ <c K
′′ Γ
d2
⊢ K ′ = K
(SK.6)
Γ ⊢ K <c K
′′
où d1 et d2 ne contiennent pas les règles de transitivité SK.5, SK.6 et SK.7 en
une dérivation d′ du même jugement qui ne contient pas les règles SK.5, SK.6 et
SK.7.
Démonstration. Grâce au lemme 4.33, on sait que rank(K) = rank(K ′) =
rank(K ′′) = r. Soit s la taille de la dérivation d1, la preuve se fait par induc-
tion sur rω + s.
Cas de base. Quand r=0, K ≡ El(A), K ′ ≡ El(A′), K ′′ ≡ El(A′′). Les dé-
monstrations pour les cas SK.5 et SK.6 sont similaires.
d ≡ Γ
d1
⊢ El(A) <c El(A
′) Γ
d2
⊢ El(A′) = El(A′′)
(SK.5)
Γ ⊢ El(A) <c El(A
′′)
En utilisant le lemme 4.28, on obtient la dérivation :
Γ
El−(d1)
⊢ A <c A
′ : Type Γ
El−(d2)
⊢ A′ = A′′ : Type
(ST.3)
Γ ⊢ A <c A
′′ : Type
(SK.1)
Γ ⊢ El(A) <c El(A
′′)
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Pas d’induction. La dérivation d1 peut se terminer par les règles suivantes : SK.2,
SK.3, SK.4, SK.8.
• Considérons ici le cas où d1 se termine par la règle SK.8. Les démonstra-
tions quand d se termine par SK.5 ou SK.6 sont similaires. On considère le




⊢ K <c′ K
′ Γ
d2
⊢ c′ = c : (K)K ′
(SK.8)
Γ ⊢ K <c K
′ Γ
d2
⊢ K ′ <c K
′′
(SK.5)





⊢ K <c′ K
′ Γ
d2
⊢ K ′ = K ′′
(SK.5)




⊢ c′ = c : (K)K ′ Γ
d2
⊢ (K)K ′ = (K)K ′′
(3.2)
Γ ⊢ c′ = c : (K)K ′′
(SK.8)
Γ ⊢ K <c K
′′
On peut éliminer SK.5 de la prémisse gauche par hypothèse d’induction
car la taille de d1 est inférieure à s.
On suppose maintenant que d1 se termine par une des règles SK.2, SK.3
ou SK.4. Ces cas sont similaires. La différence se situe au niveau des règles
SK.5 et SK.6. Voyons en détails la combinaison des régles SK.4, SK.5 et
SK.4,SK.6.
• Cas d ≡
Γ
d′1
⊢ K′1 <c1 K1 Γ, x
′ : K′1
d′′1
⊢ [c1(x′)/x]K2 <c2 K
′








⊢ (x′ : K′1)K
′
2 = (x
′′ : K′′1 )K
′′
2 (SK.5)
Γ ⊢ (x : K1)K2 <c (x′′ : K′′1 )K
′′
2
Le lemme 4.25 nous permet de définir les dérivations Γ
h1
⊢ K ′1 = K
′′
1 et
Γ, x′ : K ′1
h2
⊢ K ′2 = K
′′
2 ; avec h1 ≡ P=(d2) et h2 ≡ P
′





⊢ K′1 <c1 K1 Γ
h1
⊢ K′1 = K
′′
1 (SK.5)
Γ ⊢ K′′1 <c1 K1
Γ, x′ : K′1
d′′1





⊢ K′2 = K
′′
2 (SK.5)




Γ ⊢ (x : K1)K2 <c (x′′ : K′′1 )K
′′
2
On peut appliquer ici l’hypothèse d’induction pour éliminer la règle SK.5
des prémisses de gauche et du centre. En effet, le paramètre r diminue.
• Cas d ≡
Γ
d′1
⊢ K′1 <c1 K1 Γ, x
′ : K′1
d′′1
⊢ [c1(x′)/x]K2 <c2 K
′








⊢ (x : K1)K2 = (x′′ : K′′1 )K
′′
2 (SK.6)






Le lemme 4.25 nous permet de définir les dérivations Γ
h1
⊢ K1 = K
′′
1 et
Γ, x : K1
h2
⊢ K2 = K
′′
2 , avec h1 ≡ P=(d2) et h2 ≡ P
′
=(d2).
Le lemme 4.16 nous permet d’obtenir les dérivations Γ
g1









1) et g2 ≡ co
◦(d′1).
Considérons maintenant la dérivation : Γ
g1
⊢ K ′1kindg′1 ≡ (1.2)Γ, x′ : K ′1 ⊢ valid
Nous pouvons définir les dérivations suivantes (lemme 4.19) :
Γ, x : K1
h2
⊢ K2 = K
′′
2 Γ, x





Γ, x′ : K ′1, x : K1 ⊢ K2 = K
′′
2
ainsi que g′2 ≡
Γ
g2
⊢ c1 : (K
′
1)K1 Γ, x




Γ, x′ : K ′1 ⊢ c1 : (K
′
1)K1




Γ, x′ : K ′1 ⊢ x
′ : K ′1 (5.5)
Γ, x′ : K ′1 ⊢ c1(x
′) : K1
Prenons maintenant la dérivation suivante, dans laquelle la substitution est
éliminée :
Γ, x′ : K ′1, x : K1
h′2
⊢ K2 = K
′′
2 Γ, x






Γ, x′ : K ′1 ⊢ [c1(x
′)/x]K2 = [c1(x
′)/x]K ′′2




⊢ K′1 <c1 K1 Γ
h1




Γ ⊢ K′1 <c1 K
′′
1












Γ, x′ : K′1 ⊢ [c1(x
′)/x]K′′2 <c2 K
′




Γ ⊢ (x : K1)K2 <c (x
′′ : K′′1 )K
′′
2
On peut appliquer ici l’hypothèse d’induction pour éliminer la règle SK.5
des prémisses de gauche et du centre. En effet le paramètre r diminue.
Lemme 4.35. Il existe un algorithme qui transforme toute UTT r[R]−ok-dérivation
d de la forme Γ
d1
⊢ K <c K
′ Γ
d2
⊢ K ′ <c′ K
′′
(SK.7)
Γ ⊢ K <[x:K]c′(c(x)) K
′′
où d1 et d2 ne contiennent pas les règles SK.5, SK.6 et SK.7, en une dérivation
d′ du jugement Γ ⊢ K <c∗ K ′′. De plus d′ ne contient pas les règles SK.5, SK.6 et
SK.7 et le jugement Γ ⊢ [x : K]c′(c(x)) = c∗ est dérivable dans UTT r.
Démonstration. Grâce au lemme 4.33, on sait que rank(K) = rank(K ′) =
rank(K ′′) = r. la preuve se fait par induction sur r.
Cas de base. Quand r = 0, K ≡ El(A), K ′ ≡ El(A′) et K ′′ ≡ El(A′′). On
peut conclure à l’aide de l’algorithme El− (lemme 4.28) et de la règle ST.4. Il est
facilement prouvable que si une dérivation h ne contient les règles SK.5, SK.6 et
SK.7, alors El−(h) ne les contient pas non plus.
Pas d’induction. Si r < 0 alors K ≡ (x : K1)K2, K ′ ≡ (x : K ′1)K
′
2 et
K ′′ ≡ (x : K ′′1 )K
′′
2 . Comme les dérivations des prémisses ne contiennent pas
les règles de transitivité pour les sous-sortes, alors les dernières règles pour d1 et
d2 ne peuvent être qu’une des règles SK.2, SK.3 et SK.4.
Prenons comme exemple le cas SK.4/SK.4
Γ
e1
⊢ K ′1 <c1 K1 Γ, x









Γ ⊢ (x : K1)K2 <c (x
′ : K ′1)K
′
2





⊢ K ′′1 <c′1 K
′
1 Γ, x
′′ : K ′′1
e′2
⊢ [c′1(x
′′)/x′]K ′2 <c′2 K
′′
2 Γ, x




Γ ⊢ (x′ : K ′1)K
′
2 <c′ (x
′′ : K ′′1 )K
′′
2
où c′ ≡ [f ′ : (x′ : K ′1)K
′
2][x







⊢ (x : K1)K2 <c (x




⊢ (x′ : K ′1)K
′
2 <c′ (x




Γ ⊢ (x : K1)K2 <[v:(x:K1)K2]c′(c(v)) (x
′′ : K ′′1 )K
′′
2
Le terme de coercion de la conclusion de d sera :








′′)))([f : (x : K1)K2][x
′ : K ′1]c2(f(c1(x
′)))(v)).
La dérivation sans transitivité que nous recherchons aura forcément la forme :
Γ
?1
⊢ K ′′1 <c∗1 K1 Γ, x









Γ ⊢ (x : K1)K2 <c∗ (x
′′ : K ′′1 )K
′′
2
Pour ?3, nous prenons la dérivation e3, et pour ?1 on peut prendre
Γ
e′1




⊢ K ′1 <c1 K1g0 ≡ (SK.7)
Γ ⊢ K ′′1 <[z′′:K′′1 ]c1(c′1(z)) K1
où SK.7 est éliminée par hypothèse d’induction(r diminue).
On cherche maintenant ?2.
Notons que c∗1 ≡ [z
′′ : K ′′1 ]c1(c
′
1(z)) et que [z

















Grâce au lemme 4.24, nous sommes en mesure de construire les dérivations :
Γ
h1
⊢ K ′′1kind et Γ
h2









⊢ c1 : (K
′
1)K1 à partir de e1.




⊢ K ′′1kindg1 ≡ (1.2)
Γ, x′′ : K ′′1 ⊢ valid
Γ
h1
⊢ K ′′1kindg2 ≡ (1.2)
Γ, z′′ : K ′′1 ⊢ valid
Γ
h3
⊢ c1 : (K
′
1)K1 Γ, x































Γ, x′′ : K ′′1 ⊢ x
′′ : K ′′1
Γ, x′′ : K ′′1
g3
⊢ c1 : (K
′
1)K1
Γ, x′′ : K ′′1
g4





′′ : K ′′1
g5
⊢ x′′ : K ′′1 (5.5)
Γ, x′′ : K ′′1 ⊢ c
′
1(x
′′) : K ′1g6 ≡ (5.5)




Γ, z′′ : K ′′1
g2





Γ, x′′ : K ′′1 , z
′′ : K ′′1 ⊢ valid
Γ
h3
⊢ c1 : (K
′
1)K1 Γ, x
′′ : K ′′1 , z





Γ, x′′ : K ′′1 , z










′′ : K ′′1 , z





Γ, x′′ : K ′′1 , z







Γ, x′′ : K ′′1 , z




Γ, x′′ : K ′′1 , z
′′ : K ′′1 ⊢ z
′′ : K ′′1
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Γ, x′′ : K′′1 , z
′′ : K′′1
g8
⊢ c1 : (K′1)K1
Γ, x′′ : K′′1 , z
′′ : K′′1
g9





′′ : K′′1 , z
′′ : K′′1
g10
⊢ z′′ : K′′1 (5.5)
Γ, x′′ : K′′1 , z
′′ : K′′1 ⊢ c
′
1(z
′′) : K′1g11 ≡ (5.5)
Γ, x′′ : K′′1 , z




Γ, x′′ : K ′′1 , z





′′)) : K1 Γ, x
′′ : K ′′1
g5
⊢ x′′ : K ′′1g12 ≡ (5.7)
Γ, x′′ : K ′′1 ⊢ [z







Γ, x : K1
e3
⊢ K2kind Γ, x′′ : K ′′1
g1
⊢ valid
g13 ≡ E( (wkn))
Γ, x′′ : K ′′1 , x : K1 ⊢ K2kind
Γ, x′′ : K′′1 , x : K1
g13
⊢ K2kind Γ, x′′ : K′′1
g12





g14 ≡ E( (6.6))
Γ, x′′ : K′′1 ⊢ [[z






Γ, x′ : K′1
e2







Γ, x′′ : K′′1 , x




Γ, x′′ : K′′1
g4







⊢ x′′ : K′′1 (5.5)
Γ, x′′ : K′′1 ⊢ c
′
1(x
′′) : K′1E( (SK.9))






Pour ?2 on peut donc prendre :








′′ : K ′′1
e′2
⊢ [c′1(x
′′)/x′]K ′2 <c′2 K
′′
2g16 ≡ (SK.7)






Les substitutions ne changent pas le rang et on élimine SK.7 par hypothèse d’in-









On obtient finalement :
Γ
g0
⊢ K ′′1 <c∗1 K1 Γ, x









Γ ⊢ (x : K1)K2 <c∗ (x
′′ : K ′′1 )K
′′
2
Connaissant la correspondance entre c∗, c∗1 et c
∗
2 on a :





′′)))). Or nous rappelons que
c∗1 ≡ [z
′′ : K ′′1 ]c1(c
′
1(z)).
On a donc :














Il nous faut comparer ce terme avec le terme de départ (1), qui est :
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(1) [v : (x : K1)K2]([f ′ : (x′ : K ′1)K
′
2][x




′′)))[f : (x :
K1)K2][x
′ : K ′1]c2(f(c1(x
′)))(v)).
Nous laissons le lecteur dériver le jugement représentant cette égalité. Nous al-
lons juste vérifier quelles conversions doivent être appliquées et dans quel ordre.






′′)). Le terme v(c1(c′1(x
′′)))
est de la sorte [c1(c′1(x
′′))/x]K2. La prochaine β-conversion utilise la variable liée
u, et le résultat est :
[v : (x : K1)K2][x









Dans l’autre terme (2), on applique d’abord la β-réduction avec la variable liée
f , on a :
[f : (x : K1)K2][x
′ : K ′1]c2(f(c1(x
′)))(v) β [x
′ : K ′1]c2(v(c1(x
′))).
Le terme [x′ : K ′1]c2(v(c1(x
′))) est de la sorte (x′ : K ′1)K
′
2. On applique en-
suite une β-réduction avec la variable liée f ′, on a :
[f ′ : (x′ : K ′1)K
′
2][x




′′))))[x′ : K ′1](c2(v(c1(x
′))))β
[x′′ : K ′′1 ](c
′
2([x
′ : K ′1](c2(v(c1(x
′))))(c′1(x
′′)))).
Puis on applique une β-réduction avec la variable liée x′, on a :
[x′′ : K ′′1 ](c
′
2([x
′ : K ′1](c2(v(c1(x
′))))(c′1(x
′′))))β[x









On a considéré ici le fait que x′ n’apparaît ni dans c1, ni dans v.
Le terme (1) est bien converti en
[v : (x : K1)K2][x









Ce qui correspond bien au terme obtenu à partir de c∗.
La démonstration pour les cas SK.4/SK.3, SK.4/SK.2, SK.3/SK.2, SK.2/SK.2
est essentiellement la même.
Theorème 4.36 (Elimination de la transitivité pour les sous-sortes dansUTT r[R]−ok).
Il existe un algorithme qui transforme toute dérivation du jugement Γ ⊢ K <c K ′
dans UTT r[R]−ok en une dérivation du jugement Γ ⊢ K <c′ K
′ dans le même
calcul mais ne contenant pas les règles SK.5, SK.6 et SK.7, telle que Γ ⊢ c′ = c :
(K)K ′ soit dérivable dans UTT r.
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Démonstration. Par induction sur le nombre de règles de transitivité r. On utilise
les lemmes 4.35 et 4.34.
Corollaire 4.37. Si les conditions de cohérence sont satisfaites pour le sous-
typage alors dans UTT r[R]ok, on a :
a) si Γ ⊢ K = K ′ alors Γ ⊢ K <c K ′ n’est pas dérivable ;
b) si Γ ⊢ K <c K ′ et Γ ⊢ K <c′ K ′ sont dérivables, alors Γ ⊢ c′ = c : (K)K ′.
Démonstration. Nous savons que rank(K) = rank(K ′) = r (lemme 4.33).
Montrons a). Supposons qu’il existe une dérivation d de Γ ⊢ K <c K ′ de taille s.
La preuve se fait par induction sur rω + s.
Cas de base. Quand r=0, on a K ≡ El(A) et K ′ ≡ El(A′). Par hypothèse le
jugement Γ ⊢ El(A) = El(A′) est dérivable, dans ce cas nous pouvons déri-
ver Γ ⊢ A = A′ : Type. De plus la dérivabilité de Γ ⊢ El(A) <c El(A′)
implique celle de Γ ⊢ A <c A′ : Type (lemme 4.28). Des deux jugements
Γ ⊢ A = A′ : Type et Γ ⊢ A <c A′ : Type nous pouvons obtenir la dériva-
tion de Γ ⊢ A′ <c A′ : Type de la manière suivante :
Γ ⊢ A <c A
′ : Type Γ ⊢ A = A′ : Type
(ST.2)
Γ ⊢ A′ <c A
′ : Type
Ce qui contredit les conditions de cohérence pour le sous-typage.
Pas d’induction. Soit r > 0. K ≡ (x : K1)K2 et K ′ ≡ (x : K ′1)K
′
2. Le théorème
4.36 nous permet de considérer que d est une dérivation sans règle de transitivité.
Si la dernière règle de d est SK.8, on considère la première prémisse. Le rang
n’est pas changé mais la taille de la dérivation a diminué. On peut donc appliquer
l’hypothèse d’induction et obtenir une contradiction.
Si d se termine par SK.2 ou SK.4, la premiere prémisse est Γ ⊢ K1 <c1 K
′
1, or le
lemme 4.25 nous permet d’obtenir Γ
P=(d)
⊢ K1 = K
′
1. Ce qui est en contradiction
avec l’hypothèse d’induction (que nous pouvons appliquer car rω+ s a diminué).
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Si d se termine par SK.3, la seconde prémisse est Γ, x : K ′1 ⊢ K1 <c2 K
′
1. Grâce
au lemme 4.25 nous avons Γ, x : K ′1
P′′=(d)
⊢ K1 = K
′
1. Ce qui est en contradiction
avec l’hypothèse d’induction (que nous pouvons appliquer car rω+ s à diminué).
Montrons b)
Nous considérons les dérivations d et d′ de Γ ⊢ K <c K ′ et Γ ⊢ K <c′ K ′ res-
pectivement. Nous présumons grâce au théorème 4.36 que d et d′ ne contiennent
pas de règle de transitivité. Soit s et s′ les tailles de d et d′. La preuve se fait par
induction sur ωr + s + s′. Les cas à considérer sont les couples possibles formés
des règles SK.1, SK.2, SK.3, SK.4, SK.8.
Cas de base. Quand r = 0.K ≡ El(A) etK ′ ≡ El(A′). Le lemme 4.28 nous per-
met d’affirmer que les jugements Γ
d
⊢ El(A) <c El(A
′) et Γ
d′
⊢ El(A) <c′ El(A
′)
sont obtenus par application de la règle SK.1 aux jugements de sous-typage Γ ⊢
A <c A
′ : Type et Γ ⊢ A <c′ A′ : Type. Nous avons Γ ⊢ c′ = c : (K)K ′ par
rapport aux conditions de cohérence pour le sous-typage.
Pas d’induction. Soit r > 0. K ≡ (x : K1)K2 et K ′ ≡ (x : K ′1)K
′
2.
• Prenons le cas où au moins une des deux dérivations d ou d′ se termine par
la règle de congruence SK.8. Supposons que ce soit d.
Γ
d1

















Par hypothèse d’induction nous avons le jugement Γ
d2
⊢ c1 = c





2. En effet s diminue tandis que r et s
′ restent inchan-
gées. Nous pouvons donc dériver le jugement suivant :
Γ
d2









2 Γ ⊢ c1 = c










• Prenons le cas où les dérivations d et d′ se terminent toutes les deux par
une des règles d’introduction de produit (SK.2, SK.3 ou SK.4). Le a) du
corollaire implique que les prémisses de gauche de ces règles sont Γ ⊢
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K ′1 = K1 ou, Γ ⊢ K
′
1 <c1 K1 et Γ ⊢ K
′
1 <c′1 K1.
Si la prémisses de gauche de chacune de ces règles est Γ ⊢ K ′1 = K1, alors d
et d′ se terminent par SK.3. Les secondes prémisses seront forcément Γ, x :
K ′1 ⊢ K2 <c2 K
′
2 et Γ, x : K
′
1 ⊢ K2 <c′2 K
′
2. Par hypothèse d’induction




2 (r diminue) ; ce qui implique que Γ ⊢ c =




2, car c ≡ [f : (x : K1)K2][x
′ : K ′1]c2(f(x))
et c′ ≡ [f : (x : K1)K2][x′ : K ′1]c
′
2(f(x)).
Si les prémisses de gauche de ces règles sont Γ ⊢ K ′1 <c1 K1 et Γ ⊢ K
′
1 <c′1
K1, par hypothèse d’induction nous avons Γ ⊢ c1 = c′1 : (K
′
1)K1, ce qui






′)/x]K2. Le a) du corollaire
implique que les secondes prémisses sont soit :
Γ, x′ : K ′1 ⊢ [c1(x
′)/x]K2 = K
′
2 et Γ, x












2 et Γ, x






– soit d et d′ se terminent par SK.2, dans ce cas nous savons déjà que




1)K1, on peut donc dériver Γ ⊢ c = c





2, car c ≡ [f : (x : K1)K2][x
′ : K ′1]f(c1(x
′)) et
c′ ≡ [f : (x : K1)K2][x




– soit d et d′ se terminent par SK.4, dans ce cas en appliquant SK.6 nous
obtenons (le théorème 4.36 nous permet d’éliminer SK.6) :




















Nous pouvons appliquer l’hypothèse d’induction à





2 et Γ, x




K ′2, pour obtenir Γ, x








Des jugements Γ ⊢ c1 = c′1 : (K
′
1)K1 et Γ, x






2, nous pouvons dériver





c ≡ [f : (x : K1)K2][x
′ : K ′1]c2(f(c1(x
′))) et c′ ≡ [f : (x :
K1)K2][x







4.2.4 Complétion des coercions
Nous définissons dans cette section l’algorithme de complétion des coercions
Ψ ainsi que ses relations avec les dérivations.
Définition 4.38. Considérons une dérivation d d’un jugement Γ ⊢ J , où Ψ(d) est
définie. Ψ(d) détermine également une unique transformation syntaxique de tous
les constituants de Γ ⊢ J . Soit Ψd(Γ ⊢ J), le jugement final de Ψ(d) et Γ′ ⊢ J ′
un jugement quelconque (pas forcément dérivable) où Γ′ est obtenu en typant les
variables libres par les sorte-constituants de Γ, et J ′ est une des formes possibles
de jugement construit à partir des constituants de Γ ⊢ J .
On dénote par Ψd(Γ′ ⊢ J ′) le jugement obtenu en remplaçant chaque constituant
de Γ ⊢ J utilisé dans Γ′ ⊢ J ′ par le constituant correspondant dans Ψd(Γ ⊢ J).
Remarque 4.39.
• Pour tout constituant c du jugement Γ′ ⊢ J ′ vu ci-dessus, Ψd(c) représente
le constituant correspond à c du jugement Ψd(Γ′ ⊢ J ′).
• Soit d0 une sous-dérivation de d, du jugement Γ0 ⊢ J0, on peut remplacer
dans le jugement Ψd(Γ ⊢ J) chaque constituant c commun à Γ ⊢ J et
Γ0 ⊢ J0, par Ψd0(c).
• Soit une dérivation d′ telle que Ψ(d′) est définie et Ψ(d′) ∼ Ψ(d), alors
quelque soit le jugement Γ′ ⊢ J ′ on a Ψd(Γ′ ⊢ J ′) = Ψd′(Γ′ ⊢ J ′).
• d étant une dérivation du jugement Γ ⊢ J alors Ψd(Γ ⊢ J) est le jugement
final de Ψ(d).
Pour rappel, les constituants d’un jugement sont introduits à la définition 4.5.
4.2.4.1 Définition de la transformation Ψ
Afin d’utiliser les résultats de la section 4.2.3, nous définissons la transforma-
tion Ψ sur la classe des dérivations incluant les substitutions, la règle d’affaiblis-
sement wkn, la règle de retypage de contexte 3.3 ainsi que les règles modifiées
avec des prémisses supplémentaires. En principe, la modification d’un jugement
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dépend de sa dérivation : si nous considérons deux dérivations du même jugement,
après l’application de Ψ à ces deux jugements nous pouvons obtenir deux dériva-
tions dans UTT r de deux jugements différents.
Ψ est définie par induction structurelle.
• Pour toute dérivation d dans UTT r[R]ok, on a Ψ(d) ≡ d.
• Pour chaque règle r n’ayant qu’une prémisse , si Ψ est définie pour la déri-
vation d0 de la prémisse, alors la règle r doit être appliquée à la conclusion
de Ψ(d0). Ce cas couvre les règles 1.2, 1.3, 2.1, 2.2, 2.4, 2.5, 4.1-4.3, 5.1,
5.3, 5.8, SK.1, T -prop, T -prf , ainsi que l’introduction des constantes.
Dans le cas particulier des règles C-M , C-i, C-E, nous devons être en me-
sure de vérifier que la sorte Θ après insertion des coercions reste un pré-
schéma inductif. Prenons par exemple le cas de la règle C-M :




Γ ⊢MX [Θ¯] : Type
1 ≤ i ≤ n.
Nous avons PSCHX(Θ¯0) Γ0, X0 : Type
Ψ(d0)
⊢ Θ0ikindΨ(d) ≡ (C-M)
Γ0 ⊢M
X [Θ¯0] : Type
1 ≤ i ≤ n.
Ψ(d) est définie si nous pouvons vérifier que PSCHX(Θ¯0).
Pour les autres règles, nous présumons que Ψ est déjà définie pour les dérivations
des prémisses. Dans ce cas, les constituants des prémisses transformées ne cor-
respondent pas forcément. Pour rendre possible l’application de la même règle
que dans la dérivation d’origine d, nous devons insérer certaines applications des
règles de retypage (3.1-3.3). La dérivation Ψ(d) est définie seulement s’il existe
des UTT r-dérivations de certains jugements d’égalité nécessaires. Les cas spé-
ciaux sont ceux des règles coercitives CA.1, CA.2 et CD. Elles sont rempla-
cées par d’autres règles permettant d’insérer les termes de coercion manquants.
L’exemple 4.2 nous fournit une idée du fonctionnement de la transformation.
Les règles à considérer sont les suivantes (incluant à la fois la formulation affai-
blie et la formulation normale pour les règles ayant deux formulations) : 2.3, 2.6,
3.1, 3.2, 3.3, 3.3’, wkn, 5.2, 5.4-5.7, 6.1-6.7, 6.6’, 6.7’, ST.1-ST.5, ST.2’, ST.3’,
SK.2-SK.9, SK.5’, SK.6’, CA.1, CA.2, CD, ϑ-eq, E-eq.
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• Cas d ≡ Γ
d1
⊢ k = k′ : K Γ
d2
⊢ k′ = k′′ : K (2.6)
Γ ⊢ k = k′′ : K
Ce cas est similaire à celui des règles 2.3, 3.1, 3.2.
Nous présumons que Ψ(d1) et Ψ(d2) sont définies. Nous ajoutons les in-
dices 1 et 2 aux contextes, termes et sortes afin d’indiquer si ces derniers
proviennent de la dérivation Ψ(d1) ou Ψ(d2).
Γ1
Ψ(d1)
⊢ k1 = k′1 : K1
Γ1
?1









⊢ Γ2 = Γ1
(3.3)
Γ1 ⊢ k′2 = k
′′
2 : K2 Γ1
?3
⊢ K2 = K1
(3.2)
Γ1 ⊢ k′2 = k
′′
2 : K1 (2.6)




Γ1 ⊢ k1 = k′′2 : K1
Remarquons que nous ajustons la prémisse de droite afin de correspondre
à celle de gauche par application de règles de retypage appropriées. Toutes
les égalités dénotées par les points d’interrogation peuvent être dérivées si
nous pouvons prouver dans UTT r l’égalité de jugements suivante :
Ψd1(Γ ⊢ k
′ : K) = Ψd2(Γ ⊢ k
′ : K).




⊢ K = K ′
(3.3)
Γ, x : K ′,Γ′ ⊢ J







⊢ K1 = K2
Γ2
Ψ(d2)




⊢ Γ2 = Γ1 (3.3)
Γ1 ⊢ K2 = K
′
2 (2.3)
Γ1 ⊢ K1 = K
′
2Ψ(d) ≡ (3.3)





Comme précédemment, les égalités dénotées par les points d’interrogation
peuvent être dérivées si nous pouvons prouver dans UTT r l’égalité de ju-
gements suivante : Ψd1(Γ ⊢ Kkind) = Ψd2(Γ ⊢ Kkind).








Γ, x : K ′,Γ′ ⊢ J
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Ce cas montre quelle est la différence quand on rajoute des prémisses.







⊢ K1 = K2
Γ2
Ψ(d2)




⊢ Γ2 = Γ1
(3.3)






























Dans ce cas, les égalités dont on a besoin sont contenues dans
Ψd1(Γ ⊢ Kkind) = Ψd2(Γ ⊢ Kkind), et Ψd2(Γ ⊢ K
′kind) = Ψd3(Γ ⊢
K ′kind).


















⊢ Γ2 = Γ1 (3.3)
Γ1,Γ
′′






Les égalités dont on a besoin sont contenues dans
Ψd1(Γ ⊢ valid) = Ψd2(Γ ⊢ valid).
• Cas d ≡ Γ
d1
⊢ f : (x : K)K ′ Γ
d2
⊢ k : K
(5.5)
Γ ⊢ f(k) : [k/x]K ′
Ce cas est similaire à celui des règles 5.2, 5.6, 5.7.
Γ1
Ψ(d1)





⊢ k2 : K2
?1
⊢ Γ2 = Γ1 (3.3)
Γ1 ⊢ k2 : K2 Γ1
?2
⊢ K2 = K1 (3.1)
Γ1 ⊢ k2 : K1
Ψ(d) ≡ (5.5)
Γ1 ⊢ f1(k2) : [k2/x]K
′
1
Les égalités dont on a besoin sont contenues dans
Ψd1(Γ ⊢ Kkind) = Ψd2(Γ ⊢ Kkind).
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• Cas d ≡ Γ, x : K,Γ′
d1
⊢ k′ = k′′ : K ′ Γ
d2
⊢ k : K
(6.5)
Γ, [k/x]Γ′ ⊢ [k/x]k′ = [k/x]k′′ : [k/x]K ′
Ce cas est similaire aux cas des substitutions simples 6.1-6.5.











⊢ k2 : K2
?1
⊢ Γ2 = Γ1 (3.3)
Γ1 ⊢ k2 : K2 Γ1
?2
⊢ K2 = K1 (3.1)











Les égalités dont on a besoin sont contenues dans
Ψd1(Γ ⊢ Kkind) = Ψd2(Γ ⊢ Kkind).
• Cas d ≡ Γ, x : K,Γ′
d1
⊢ q : Q Γ
d2
⊢ k = k′ : K
(6.7)
Γ, [k/x]Γ′ ⊢ [k/x]q = [k/x]q : [k′/x]Q
Le cas 6.6 est similaire.




⊢ q1 : Q1
Γ2
Ψ(d2)




⊢ Γ2 = Γ1 (3.3)
Γ1 ⊢ k2 = k
′
2 : K2 Γ1
?2
⊢ K2 = K1 (3.2)
Γ1 ⊢ k2 = k
′
2 : K1Ψ(d) ≡ (6.7)
Γ1, [k2/x]Γ
′
1 ⊢ [k2/x]q1 = [k
′
2/x]q1 : [k2/x]Q
Les égalités dont on a besoin sont contenues dans
Ψd1(Γ ⊢ Kkind) = Ψd2(Γ ⊢ Kkind).
• Cas d ≡ Γ, x : K,Γ′
d1
⊢ q : Q Γ
d2
⊢ k = k′ : K Γ
d3
⊢ k : K Γ
d4
⊢ k′ : K
(6.7’)
Γ, [k/x]Γ′ ⊢ [k/x]q = [k/x]q : [k′/x]Q




⊢ k3 = k2 : K1
Γ2
Ψ(d2)
⊢ k2 = k′2 : K2
?1
⊢ Γ2 = Γ1
(3.3)
Γ1 ⊢ k2 = k′2 : K2 Γ1
?2
⊢ K2 = K1
(3.2)
Γ1 ⊢ k2 = k′2 : K1 (2.6)
Γ1 ⊢ k3 = k′2 : K1 Γ1
?4
⊢ k′2 = k
′
4 : K1 (2.6)
Γ1 ⊢ k3 = k′4 : K1
ainsi que D2 ≡
Γ3
Ψ(d3)
⊢ k3 : K3
?5
⊢ Γ3 = Γ1 (3.3)
Γ1 ⊢ k3 : K3 Γ1
?6
⊢ K3 = K1 (3.1)




⊢ k′4 : K4
?7
⊢ Γ4 = Γ1 (3.3)
Γ1 ⊢ k
′
4 : K4 Γ1
?8









⊢ q1 : Q1 Γ1
D1
⊢ k3 = k
′
4 : K1 Γ1
D2
⊢ k3 : K1 Γ1
D3
⊢ k′4 : K1Ψ(d) ≡ (6.7’)
Γ1, [k3/x]Γ
′
1 ⊢ [k3/x]q1 = [k
′
4/x]q1 : [k3/x]Q1
Dans ce cas, les égalités dont on a besoin sont contenues dans
Ψd1(Γ ⊢ Kkind) = Ψd2(Γ ⊢ Kkind), Ψd1(Γ ⊢ Kkind) = Ψd3(Γ ⊢
Kkind), Ψd1(Γ ⊢ Kkind) = Ψd4(Γ ⊢ Kkind), Ψd2(Γ ⊢ k : K) =
Ψd3(Γ ⊢ k : K), Ψd2(Γ ⊢ k
′ : K) = Ψd4(Γ ⊢ k
′ : K).
• Cas d ≡ Γ
d1
⊢ A : Type Γ
d2
⊢ B : Type Γ
d3
⊢ c : (El(A))El(B) (A,B, c) ∈ C
(ST.1)
Γ ⊢ A <c B : Type
on a Ψ(d) ≡
Γ1
Ψ(d1)
⊢ A1 : Type
Γ2
Ψ(d2)
⊢ B2 : Type
?1
⊢ Γ2 = Γ1
(3.3)
Γ1 ⊢ B2 : Type
Γ3
Ψ(d3)
⊢ c3 : (El(A3))El(B3)
?2
⊢ Γ3 = Γ1
(3.3)
Γ1 ⊢ c3 : (El(A3))El(B3) Γ1
?3
⊢ (El(A3))El(B3) = (El(A1))El(B2)
(3.1)
Γ1 ⊢ c3 : (El(A1))El(B2)
(ST.1)
Γ1 ⊢ A1 <c3 B2 : Type
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Les égalités dont on a besoin sont contenues dans
Ψd1(Γ ⊢ valid) = Ψd2(Γ ⊢ valid), Ψd2(Γ ⊢ BType) = Ψd3(Γ ⊢
BType), Ψd1(Γ ⊢ AType) = Ψd3(AType).
• Cas d ≡ Γ
d1
⊢ A <c B : Type Γ
d2
⊢ A = A′ : Type
(ST.2)
Γ ⊢ A′ <c B : Type
Ce cas est représentatif pour les cas ST.3, ST.4.
Γ1
Ψ(d1)
⊢ A1 <c1 B1 : Type
Γ1
?2
⊢ A1 = A2 : Type
Γ2
Ψ(d2)




⊢ Γ2 = Γ1 (3.3)
Γ1 ⊢ A2 = A
′
2 : Type (2.6)
Γ1 ⊢ A1 = A
′
2 : TypeΨ(d) ≡ (ST.2)
Γ1 ⊢ A
′
2 <c1 B1 : Type
Les égalités dont on a besoin sont contenues dans
Ψd1(Γ ⊢ AType) = Ψd2(Γ ⊢ AType).
• Cas d ≡ Γ
d1
⊢ A <c B : Type Γ
d2
⊢ c = c′ : (El(A))El(B)
(ST.5)
Γ ⊢ A <c′ B : Type
on a Ψ(d) ≡
Γ1
Ψ(d1)
⊢ A1 <c1 B1 : Type
Γ1
?1
⊢ c1 = c2 : (El(A1))El(B1)
Γ2
Ψ(d2)




⊢ Γ2 = Γ1
(3.3)
Γ1 ⊢ c2 = c
′
2 : (El(A2))El(B2) Γ1
?3
⊢ (El(A2))El(B2) = (El(A1))El(B1)
(3.2)








Γ1 ⊢ A1 <c′2
B1 : Type
Les égalités dont on a besoin sont contenues dans
Ψd1(Γ ⊢ c : (El(A))El(B)) = Ψd2(Γ ⊢ c : (El(A))El(B)).
• Cas d ≡ Γ
d1
⊢ Q′ <c′ Q Γ, x
′ : Q′
d2
⊢ [c′(x′)/x]K <c′′ K




Γ ⊢ (x : Q)K <c (x
′ : Q′)K ′
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avec c ≡ [f : (x : Q)K][x′ : Q′]c′′(f(c′(x′))).
Ce cas est représentatif des cas SK.2, SK.3.



































ainsi que D3 ≡




⊢ Γ3, x : Q3 = Γ1, x : Q1 (3.3)
Γ1, x : Q1 ⊢ K3kind
Finalement on a Ψ(d) ≡
Γ1
Ψ(d1)




















Les égalités ?1 et ?3 sont contenues dans
Ψd1(Γ ⊢ Q
′kind) = Ψd2(Γ ⊢ Q
′kind), Ψd1(Γ, x : Q ⊢ valid) =
Ψd3(Γ, x : Q ⊢ valid).
L’égalité ?2 demande davantage d’effort. Rien ne nous affirme queΨd2([c
′(x′)/x]K)
a la même structure que les substitutions.
• Les cas SK.5-SK.7 sont similaires aux cas ST.2-ST.4.
• Cas d ≡ Γ
d1
⊢ f : (x : Q′)K Γ
d2
⊢ k : Q Γ
d3
⊢ Q <c Q
′
(CA.1)
Γ ⊢ f(k) : [c(k)/x]K













⊢ Γ3 = Γ1
(3.3)





⊢ k2 : Q2
?2
⊢ Γ2 = Γ1
(3.3)
Γ1 ⊢ k2 : Q2 Γ1
?3
⊢ Q2 = Q3
(3.1)
Γ1 ⊢ k2 : Q3
(5.5)












Γ1 ⊢ f1(c3(k2)) : [c3(k2)/x]K1
Les égalités dont on a besoin sont contenues dans
Ψd1(Γ ⊢ Q
′kind) = Ψd3(Γ ⊢ Q
′kind), Ψd1(Γ ⊢ Qkind) = Ψd2(Γ ⊢
Qkind), Ψd2(Γ ⊢ Qkind) = Ψd3(Γ ⊢ Qkind).
• Le cas CA.2 est pratiquement similaire au cas CA.1.
• Le cas CD est similaire au cas CA.1 auquel on rajoute à la fin de la trans-
formation une application de la règle 2.4.
• Cas d ≡




⊢ C : (MX [Θ¯])Type
Γ
d3i
⊢ fi : Θ
◦
i [M
X [Θ¯], C, ιXi [Θ¯]] Γ
d4j
⊢ aj :Mj 1 ≤ j ≤ m 1 ≤ i ≤ n
Γ ⊢ EX [Θ¯](C, f¯ , ιXi [Θ¯](a¯)) = fi(a¯,Φ
♮
1[M
X [Θ¯], C,EX [Θ¯](C, f¯), a1], . . . ,Φ
♮
k[M




Avec Θ¯ de la forme < Θ1, . . . ,Θ1 >, f¯ qui représente f1, . . . , fn, a¯ qui
représente a1, . . . , am et ARITYX(Θi) ≡ Φ1, . . . ,Φk. Rappelons que Θi
est de la forme (x1 : M1) . . . (xm : Mm)X .
Notons que Ψd1i (Γ, X : Type ⊢ Θikind) ≡ Γ1i , X1i : Type ⊢ Θ?kind.
Pour v = 1 nous prenonsD11 ≡ Ψ(d11) et pour 2 ≤ v ≤ n, considérons les
dérivations D1v ≡




⊢ Γ1v, X1v : Type = Γ11, X11 : Type (3.3)
Γ11, X11 : Type ⊢ Θv1vkind
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Notons que
Ψd2(Γ ⊢ C : (M
X [< Θ1, . . . ,Θ1 >])Type) ≡
Γ2 ⊢ C2 : (M
X [< Θ12 , . . . ,Θn2 >])Type.
Considérons la dérivation h1 ≡
Γ2
Ψ(d2)
⊢ C2 : (MX [< Θ12 , . . . ,Θn2 >])Type
?
⊢ Γ2 = Γ11 (3.3)
Γ11 ⊢ C2 : (M
X [< Θ12 , . . . ,Θn2 >])Type Γ11
?
⊢ (MX [< Θ12 , . . . ,Θn2 >])Type = (M
X [< Θ111 , . . . ,Θn2 >])Type (3.1)
Γ11 ⊢ C2 : (M
X [< Θ111 , . . . ,Θn2 >])Type
Puis la dérivation D2 ≡
Γ11
h1
⊢ C2 : (MX [< Θ111 , . . . ,Θn2 >])Type . . .Γ11
?
⊢ (MX [< Θ111 , . . . ,Θn2 >])Type = (M
X [< Θ111 , . . . ,Θn1n >])Type (3.1)
Γ11 ⊢ C2 : (M
X [< Θ111 , . . . ,Θn1n >])Type
Notons que
Ψd3i (Γ ⊢ fi : Θ
◦
i [M
X [< Θ1, . . . ,Θn >], C, ι
X
i [< Θ1, . . . ,Θn >]]) ≡
Γ3i ⊢ fi3i : Θ
◦
i [M
X [< Θ13i , . . . ,Θn3i >], C, ι
X
i [< Θ13i , . . . ,Θn3i >]].
Pour 1 ≤ v ≤ n considérons les dérivations D3v ≡
Γ3v
Ψ(d3v )
⊢ fv3v : Θ
◦
v [M
X [< Θ13v , . . . ,Θn3v >], C, ι
X
v [< Θ13v , . . . ,Θn3v >]]
?
⊢ Γ3v = Γ11
(3.3)
Γ11 ⊢ fv3v : Θ
◦
v [M
X [< Θ13v , . . . ,Θn3v >], C, ι
X
v [< Θ13v , . . . ,Θn3v >]] J (3.1)
Γ11 ⊢ fv3v : Θ
◦
v [M
X [< Θ111 , . . . ,Θn1n >], C2, ι
X





X [< Θ13v , . . . ,Θn3v >], C, ι
X
v [< Θ13v , . . . ,Θn3v >]] =
Θ◦v[M
X [< Θ111 , . . . ,Θn1n >], C2, ι
X
v [< Θ111 , . . . ,Θn1n >]]
Notons que Ψd4j (Γ ⊢ aj : Mj) ≡ Γ4j ⊢ aj4j : Mj4j .
Pour 1 ≤ p ≤ m, considérons les dérivations D4p ≡
Γ4p
Ψ(d4p)
⊢ ap4p : Mp4p
?
⊢ Γ4p = Γ11
(3.3)
Γ11 ⊢ ap4p : Mp4p Γ11
?
⊢Mp4p = Mp1p (3.1)
Γ11 ⊢ ap4p : Mp1p
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Finalement on a Ψ(d) ≡
PSCHX(Θ¯
′)
Γ11 , X11 : Type
D1v
⊢ Θv1v kind Γ11
D2
⊢ C2 : (M
X [< Θ111 , . . . ,Θn1n >])Type
Γ11
D3v
⊢ fv3v : Θ
◦
v [M
X [< Θ111 , . . . ,Θn1n >], C2, ι
X
v [< Θ111 , . . . ,Θn1n >]]
Γ11
D4p
⊢ ap4p :Mp1p 1 ≤ p ≤ m 1 ≤ v ≤ n
Γ ⊢ EX [Θ¯′](C2, f¯ ′, ι
X
v [Θ¯
′](a¯′)) = fv3v (a¯
′,Φ♮1[M
X [Θ¯′], C2, E
X [Θ¯′](C2, f¯ ′), a141 ], . . . ,Φ
♮
k[M
X [Θ¯′], C2, E






Avec Θ¯′ de la forme < Θ111 , . . . ,Θn1n >, f¯
′ qui représente f131 , . . . , fn3n ,
a¯′ qui représente a141 , . . . , am4m .
Les égalités dont on a besoin sont prouvables à partir de
Ψd1i (Γ, X : Type ⊢ Θikind) = Ψd2(Γ, X : Type ⊢ Θikind),
Ψd2(Γ ⊢ C : (M
X [< Θ1, . . . ,Θ1 >])Type) =
Ψd3i (Γ ⊢ C : (M
X [< Θ1, . . . ,Θ1 >])Type), Ψd1i (Γ ⊢ Mjkind) =
Ψd4j (Γ ⊢Mjkind).
• Cas d ≡
Γ
d1






σ(n)[Θ¯m]) : (Fn)Fm Γ
d3
⊢ k : Fn
(ϑ-eq)




σ(n)[Θ¯m])(k)) = E[Θ¯n](C2, aσ(1), ..., aσ(n))(k) : A
Pour plus de clarté, nous désignons ici par Ψh(c), l’occurrence du consti-
tuant c provenant de la dérivation Ψ(h), pour une dérivation h donnée.
Considérons la dérivation D1 ≡
Ψd2 (Γ)
Ψ(d2)
⊢ Ψd2 (E[Θ¯n](C1, ι
X
σ(1)
[Θ¯m], ..., ιXσ(n)[Θ¯m]) : (Fn)Fm)
?1
⊢ Ψd2 (Γ) = Ψd1 (Γ)
(3.3)
Ψd1 (Γ) ⊢ Ψd2 (E[Θ¯n](C1, ι
X
σ(1)
[Θ¯m], ..., ιXσ(n)[Θ¯m]) : (Fn)Fm) Ψd1 (Γ)
?2
⊢ (Ψd2 (Fn))Ψd2 (Fm) = (Ψd2 (Fn))Ψd1 (Fm)
(3.1)
Ψd1 (Γ) ⊢ Ψd2 (E[Θ¯n](C1, ι
X
σ(1)
[Θ¯m], ..., ιXσ(n)[Θ¯m])) : (Ψd2 (Fn))Ψd1 (Fm)




⊢ Ψd3(k : Fn)
?3
⊢ Ψd3(Γ) = Ψd1(Γ) (3.3)
Ψd1(Γ) ⊢ Ψd3(k : Fn) Ψd1(Γ)
?4
⊢ Ψd3(Fn) = Ψd2(Fn) (3.1)
Ψd1(Γ) ⊢ Ψd3(k) : Ψd2(Fn)





⊢ E[Θ¯m](C, a1, ..., am) : (Fm)A)
Ψd1 (Γ)
D1




σ(n)[Θ¯m])) : (Ψd2 (Fn))Ψd1 (Fm)
Ψd1 (Γ)
D2
⊢ Ψd3 (k) : Ψd2 (Fn)




σ(n)[Θ¯m]))(Ψd3 (k))) = E[Ψd2 (Θ¯n)](C
′
2,Ψd1 (aσ(1)), . . . ,Ψd1 (aσ(n)))(Ψd3 (k)) : Ψd1 (A)
(ϑ-EQ)
où C2 ≡ [x : Ψd2(Fn)]Ψd1(A) : (x : Ψd2(Fn))Type.
Les égalités dont on a besoin sont prouvables à partir de
Ψd1(Γ ⊢ Fmkind) = Ψd2(Γ ⊢ Fmkind), Ψd1(Γ ⊢ valid) = Ψd3(Γ ⊢
valid), Ψd2(Γ ⊢ Fnkind) = Ψd3(Γ ⊢ Fnkind).
Il faut tout de même remarquer qu’il n’y a aucun doute par rapport au fait
que Ψd1(Θ¯m) = Ψd2(Θ¯m), car rappelons-le, Θ¯m ≡< X, . . . , X︸ ︷︷ ︸
mfois
>. X étant
une variable, elle demeure inchangée après application de Ψ.
4.2.4.2 Ψ et les dérivations
Nous explorons dans cette section certaines propriétés relatives à la transfor-
mation Ψ et plus particulièrement, le lien qui existe entre Ψ et les algorithmes
que nous avons introduits dans la section 4.2.3.3. Pour cela, nous considérons ces
algorithmes dans le même ordre qu’ils apparaissent dans la section 4.2.3.3.
Lemme 4.40. Soit une dérivation d telle que Ψ(d) soit définie.
(a) Ψ(d) se termine par la même règle que d.
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(b) Si d0 est une sous-dérivation de d, alors Ψ(d0) est définie.
(c) Soit d0 une sous-dérivation de d du jugement J et une dérivation d′0 telle que
d0 ∼ d
′
0. La dérivation d
′ est obtenue à partir de d en remplaçant d0 par d′0. Si
Ψ(d′0) est définie etΨd0(J) = Ψd′0(J) alorsΨ(d
′) est définie etΨ(d) ∼ Ψ(d′).
Démonstration.
(a) Vrai par definition de Ψ.
(b) Vrai par definition de Ψ.
(c) Preuve par induction sur la taille de d.
Cas de base. Quand d ≡ d0, évident.
Pas d’induction. Considérons le cas :
d ≡ Γ
d1
⊢ A <c B : Type Γ
d2
⊢ A = A′ : Type
(ST.2)
Γ ⊢ A′ <c B : Type
Soit la dérivation d′1 telle que d1 ∼ d
′
1. On considère la dérivation d
′ dans
laquelle d1 est remplacée par d′1. Par hypothèse Ψ(d
′
1) est définie. Par défini-
tion de Ψ et sachant par hypothèse que Ψd1(Γ ⊢ A <c B : Type) = Ψd′1(Γ ⊢
A <c B : Type), on a Ψd′ ≡
Γ1
Ψ(d1)
⊢ A1 <c1 B1 : Type
Γ1
?2
⊢ A1 = A2 : Type
Γ2
Ψ(d2)




⊢ Γ2 = Γ1 (3.3)
Γ1 ⊢ A2 = A
′
2 : Type (2.6)
Γ1 ⊢ A1 = A
′
2 : Type (ST.2)
Γ1 ⊢ A
′
2 <c1 B1 : Type
d’où Ψ(d) ∼ Ψ(d′).
Lemme 4.41. Soit d une dérivation d’un des jugements Γ,Γ′ ⊢ J ; Γ, x : K,Γ′ ⊢
J ou Γ ⊢ (x : K1)K2 dans UTT r[R]−. Si Ψ(d) est définie alors respectivement :
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(a) Ψ(V ◦Γ1(d)) est définie et ΨV ◦Γ1 (d)(Γ ⊢ valid) = Ψd(Γ ⊢ valid) ;
(b) Ψ(K◦Γ1(d)) est définie et ΨK◦Γ1 (d)(Γ ⊢ Kkind) = Ψd(Γ ⊢ Kkind) ;
(c) Ψ(p_◦(d)) est définie et Ψp_◦(d)(Γ, x : K1 ⊢ K2kind) = Ψd(Γ, x : K1 ⊢
K2kind).
Démonstration. Les dérivations V ◦Γ1(d),K
◦
Γ1
(d) et p_◦(d) sont des sous-dérivations
de d, par conséquent Ψ(V ◦Γ1(d)), Ψ(K
◦
Γ1
(d)) et Ψ(p_◦(d)) sont définies (lemme
4.40). On prouve l’égalité des jugements par induction structurelle.
Cas de base. Cas de la règle 1.1, évident.




⊢ A <c B : Type Γ,Γ′
d2
⊢ A = A′ : Type
(ST.2)
Γ,Γ′ ⊢ A′ <c B : Type
Par définition on sait que Ψ(d) ≡
Γ1,Γ′1
Ψ(d1)
⊢ A1 <c1 B1 : Type
Γ1,Γ′1
?2
⊢ A1 = A2 : Type
Γ2,Γ′2
Ψ(d2)
⊢ A2 = A′2 : Type
?1
⊢ Γ2,Γ′2 = Γ1,Γ
′
1 (3.3)
Γ1,Γ′1 ⊢ A2 = A
′
2 : Type (2.6)
Γ1,Γ′1 ⊢ A1 = A
′
2 : Type (ST.2)
Γ1,Γ′1 ⊢ A
′
2 <c1 B1 : Type
On a Ψd(Γ ⊢ valid) = Ψd1(Γ ⊢ valid) (conséquence de la remarque 4.39),




V ◦Γ1(d1), alors ΨV ◦Γ1 (d1)(Γ ⊢ valid) = ΨV
◦
Γ1
(d)(Γ ⊢ valid). On peut conclure par
Ψd(Γ ⊢ valid) = ΨV ◦Γ1 (d)(Γ ⊢ valid).
Lemme 4.42. Soit d une UTT r[R]w-dérivation et E
◦ l’algorithme d’élimination
vu au lemme 4.19. Si Ψ(d) est définie, alors Ψ(E◦(d)) est également définie et
Ψ(E◦(d)) ∼ Ψ(d).
Démonstration. La preuve se fait par induction sur la taille de la dérivation de la
prémisse gauche. Nous devons considérer tous les sous cas de l’algorithme E◦,
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ici nous prendrons comme illustration les cas de l’élimination de wkn ainsi que
l’élimination des substitutions simples.
• Elimination de wkn.
Prenons par exemple le cas où d1 se termine par la règle 5.7.
Γ,∆
d1




Γ,Γ′′,∆, x : K ⊢ ([x : K]k′)k = [k/x]k′ : [k/x]K ′
avec d1 ≡ Γ,∆, x : K
e1
⊢ k′ : K ′ Γ,∆
e2
⊢ k : K
(5.7)
Γ,∆ ⊢ ([x : K]k′)k = [k/x]k′ : [k/x]K ′
et d1 et d2 ne contiennent pas wkn.
Soit les dérivations
e′1 ≡ Γ,∆, x : K
e1












Γ,Γ′′,∆ ⊢ k : K
Les dérivations Ψ(e′1) et Ψ(e
′
2) ont les formes suivantes :
Ψe1 (Γ)Ψe1 (∆), x : Ψe1 (K)
Ψ(e1)
⊢ Ψe1 (k












′′),Ψe1 (∆), x : Ψe1 (K) ⊢ Ψe1 (k















′′),Ψe2 (∆) ⊢ Ψe2 (k) : Ψe2 (K)
Par hypothèse Ψ(d) est définie, alors Ψ(d1) et Ψ(d2) le sont également.
Par rapport à la définition de Ψ(d), on peut déduire les égalités suivantes
Ψd2(Γ) = Ψe1(Γ) = Ψe2(Γ) qui contiennent les égalités dénotées par E1 et
E2. D’où Ψ(e′1) et Ψ(e
′
2) sont définies.
On sait que E◦(d) est de la forme suivante :
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Γ,Γ′′,∆, x : K
E◦(e′1)
⊢ k′ : K ′ Γ,Γ′′,∆
E◦(e′2)
⊢ k : K
E◦(d) ≡ (5.7)
Γ,Γ′′,∆ ⊢ ([x : K]k′)k = [k/x]k′ : [k/x]K ′










































































– Commençons par montrer que Ψ(E◦(d)) est définie. Pour cela nous de-
vons prouver que les égalités E3 et E4 sont dérivables. Il nous suffit de
prouver que Ψe′2(Γ,Γ
′′,∆ ⊢ Kkind) = Ψe′1(Γ,Γ
′′,∆ ⊢ Kkind).






et Ψ(e′2) ∼ Ψ(E




2) et Ψ(d), on peut
prouver les égalités :
Ψe′2(Γ,Γ
′′,∆ ⊢ Kkind) = Ψe1(Γ),Ψd2(Γ
′′),Ψe1(∆) ⊢ Ψe1(K)kind),
et Ψe′1(Γ,Γ
′′,∆ ⊢ Kkind) = Ψe1(Γ),Ψd2(Γ
′′),Ψe1(∆) ⊢ Ψe1(K)kind).
Des deux égalités précédentes, on déduit l’égalité recherchée.
La dérivation Ψ(E◦(d)) est donc bien définie. Notons que l’on peut lui
appliquer l’algorithme E◦ si on veut une UTT r[R]−-dérivation.
– Montrons maintenant que
Ψd(Γ,Γ
′′,∆ ⊢ ([x : K]k′)k = [k/x]k′ : [k/x]K ′) = ΨE◦(d)(Γ,Γ
′′,∆ ⊢
([x : K]k′)k = [k/x]k′ : [k/x]K ′).
Par définition deΨ(d), on peut dire que (1)Ψd(Γ,Γ′′,∆ ⊢ ([x : K]k′)k =
[k/x]k′ : [k/x]K ′) = Ψe1(Γ),Ψd2(Γ










Ψ(E◦(e′2)), de plus par définition deΨ(E
◦(d)) et grâce au lemme 4.40, on
peut dire que (2) ΨE◦(d)(Γ,Γ′′,∆ ⊢ ([x : K]k′)k = [k/x]k′ : [k/x]K ′) =
Ψe1(Γ),Ψd2(Γ





Des égalités (1) et (2) on peut déduire que Ψd(Γ,Γ′′,∆ ⊢ ([x : K]k′)k =
[k/x]k′ : [k/x]K ′) = ΨE◦(d)(Γ,Γ
′′,∆ ⊢ ([x : K]k′)k = [k/x]k′ :
[k/x]K ′). De plus les jugements Ψd(Γ,Γ′′,∆ ⊢ ([x : K]k′)k = [k/x]k′ :
[k/x]K ′) et ΨE◦(d)(Γ,Γ′′,∆ ⊢ ([x : K]k′)k = [k/x]k′ : [k/x]K ′) sont
respectivement les conclusions des dérivations Ψ(d) et Ψ(E◦(d)). Par
conclusion Ψ(d) ∼ Ψ(E◦(d)).




⊢ k : K
(sub)
Γ, [k/x]Γ′ ⊢ [k/x]J
où d1 et d2 sont des UTT [R]−w-dérivations.
– Prenons pour exemple le cas de la règle 6.3.
Considérons un des cas standards (d1 se termine par CA.1), ce cas est
similaire aux autres cas à l’exception des cas où d1 se termine par la règle
1.2 ou 1.3.
Γ, x : K,Γ′
d1
⊢ f(q) : [c(q)/y]Q′ Γ
d2
⊢ k : K
d ≡ (6.3)
Γ, [k/x]Γ′ ⊢ [k/x](f(q)) : [k/x]([c(q)/y]Q′)
avec
Γ, x : K,Γ′
D1
⊢ f : (y : Q)Q′ Γ, x : K,Γ′
D2
⊢ q : S Γ, x : K,Γ′
D3
⊢ S <c Q
d1 ≡ (CA.1)
Γ, x : K,Γ′ ⊢ f(q) : [c(q)/y]Q′
Considérons la dérivation d′ qui représente un pas de l’algorithme d’éli-
mination des substitutions simples.
Considérons la dérivation d′ ≡
Γ, x : K,Γ′
D1
⊢ f : (y : Q)Q′ Γ
d2
⊢ k : K
(6.3)
Γ, [k/x]Γ′ ⊢ [k/x]f : (y : [k/x]Q)[k/x]Q′
Γ, x : K,Γ′
D2
⊢ q : S Γ
d2
⊢ k : K
(6.3)
Γ, [k/x]Γ′ ⊢ [k/x]q : [k/x]S
Γ, x : K,Γ′
D3
⊢ S <c Q Γ
d2
⊢ k : K
(SK.9)
Γ, [k/x]Γ′ ⊢ [k/x]S <[k/x]c [k/x]Q
(CA.1)
Γ, [k/x]Γ′ ⊢ [k/x]f([k/x]q) : [[k/x]c([k/x]q)/y][k/x]Q′
Notons que [k/x]f([k/x]q) ≡ [k/x](f(q)) et que [[k/x]c([k/x]q)/y][k/x]Q′ ≡
[k/x]([c(q)/y]Q′).
Par hypothèse Ψ(d) est définie, c’est donc également le cas pour Ψ(d1)










⊢ c3 : (S3)Q3
E1
⊢ ∆3 = ∆1
(3.3)
∆1 ⊢ c3 : (S3)Q3
∆2
Ψ(D2)
⊢ q2 : S2
E2
⊢ ∆2 = ∆1
(3.3)
∆1 ⊢ q2 : S2 ∆1
E3
⊢ S2 = S3
(3.1)
∆1 ⊢ q2 : S3
(5.5)
∆1 ⊢ c3(q2) : Q3 ∆1
E4
⊢ Q3 = Q1
(3.1)
∆1 ⊢ c3(q2) : Q1
(5.5)
∆1 ⊢ f1(c3(q2)) : [c3(q2)/y]Q
′
1
avec h ≡ co◦Ψ((D3)) et ΨDi(Γ, x : K,Γ
′) ≡ Γi, x : Ki,Γ
′
i ≡ ∆i
pour i = 1, 2, 3.
Soit Ψd2(Γ ⊢ k : K) ≡ Γs ⊢ ks : Ks, on a :
Γ1, x : K1,Γ′1
Ψ(d1)
⊢ f1(c3(q2)) : [c3(q2)/y]Q′1
Γs
Ψ(d2)
⊢ ks : Ks
E5
⊢ Γs = Γ1 (3.3)
Γ1 ⊢ ks : Ks Γ1
E6
⊢ Ks = K1 (3.1)
Γ1 ⊢ ks : K1
Ψ(d) ≡ (6.3)
Γ1, [ks/x]Γ′1 ⊢ [ks/x]f1([ks/x]c3([ks/x]q2)) : [[ks/x]c3([ks/x]q2)/y][ks/x]Q
′
1
Nous cherchons maintenant à définir Ψ(d′). Commençons par considé-
rer :
Γ, x : K,Γ′
D1
⊢ f : (y : Q)Q′ Γ
d2
⊢ k : K
D′1 ≡ (6.3)Γ, [k/x]Γ′ ⊢ [k/x]f : (y : [k/x]Q)[k/x]Q′
on a Ψ(D′1) ≡









⊢ ks : Ks
E5
⊢ Γs = Γ1 (3.3)
Γ1 ⊢ ks : Ks Γ1
E6
⊢ Ks = K1 (3.1)




1 ⊢ [ks/x]f1 : (y : [ks/x]Q1)[ks/x]Q
′
1
Les dérivations Ψ(D1) et Ψ(d2) sont définies, de plus on sait que les
égalités E5 et E6 sont dérivables car elles apparaissent dans la dérivation
Ψ(d) qui est définie. Ψ(D′1) est donc bien définie.
Considérons ensuite
Γ, x : K,Γ′
D2
⊢ q : S Γ
d2
⊢ k : K
D′2 ≡ (6.3)Γ, [k/x]Γ′ ⊢ [k/x]q : [k/x]S
On a Ψ(D′2) ≡
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Γ2, x : K2,Γ′2
Ψ(D2)
⊢ q2 : S2
Γs
Ψ(d2)
⊢ ks : Ks
E7
⊢ Γs = Γ2 (3.3)
Γ2 ⊢ ks : Ks Γ2
E8
⊢ Ks = K2 (3.1)
Γ2 ⊢ ks : K2
(6.3)
Γ2, [ks/x]Γ′2 ⊢ [ks/x]q2 : [ks/x]S2
Les dérivationsΨ(D2) etΨ(d2) sont définies. De plus, dans
E2
⊢ ∆2 = ∆1,
on retrouve les dérivations des jugements ⊢ Γ2 = Γ1 et Γ1 ⊢ K2 = K1.
A partir des ces deux égalités et des égalités suivantes
E5
⊢ Γs = Γ1 et
Γ1
E6
⊢ Ks = K1 ; il est possible d’obtenir des dérivations de E7 et E8.
Ψ(D′2) est donc définie.
Considérons maintenant
Γ, x : K,Γ′
D3
⊢ S <c Q Γ
d2
⊢ k : K
D′3 ≡ (SK.9)Γ, [k/x]Γ′ ⊢ [k/x]S <[k/x]c [k/x]Q
on a Ψ(D′3) ≡
Γ3, x : K3,Γ′3
Ψ(D3)
⊢ S3 <c3 Q3
Γs
Ψ(d2)
⊢ ks : Ks
E9
⊢ Γs = Γ3 (3.3)
Γ3 ⊢ ks : Ks Γ3
E10
⊢ Ks = K3 (3.1)
Γ3 ⊢ ks : K3
(SK.9)
Γ3, [ks/x]Γ′3 ⊢ [ks/x]S3 <[ks/x]c3 [ks/x]Q3
Les dérivationsΨ(D3) etΨ(d2) sont définies. De plus, dans
E1
⊢ ∆3 = ∆1,
on retrouve les dérivations des jugements ⊢ Γ3 = Γ1 et Γ1 ⊢ K3 = K1.
A partir des ces deux égalités et des égalités suivantes
E5
⊢ Γs = Γ1 et
Γ1
E6
⊢ Ks = K1, il est possible d’obtenir des dérivations de E7 et E8.
Ψ(D′2) est donc définie.
Nous sommes en mesure de proposer une dérivations de Ψ(d′).
Γ3, [ks/x]Γ′3
co◦(Ψ(D′3))
⊢ [ks/x]c3 : ([ks/x]S3)[ks/x]Q3
?1
⊢ Γ3, [ks/x]Γ′3 = Γ1, [ks/x]Γ
′
1v1 ≡ (3.3)




⊢ [ks/x]q2 : [ks/x]S2
?2
⊢ Γ2, [ks/x]Γ′2 = Γ1, [ks/x]Γ
′
1 (3.3)




⊢ [ks/x]S2 = [ks/x]S3
(3.1)
Γ1, [ks/x]Γ′1 ⊢ [ks/x]q2 : [ks/x]S3
Γ1, [ks/x]Γ′1
v1
⊢ [ks/x]c3 : ([ks/x]S3)[ks/x]Q3 Γ1, [ks/x]Γ′1
v2
⊢ [ks/x]q2 : [ks/x]S3
v3 ≡ (5.5)




⊢ [ks/x]f1 : (y : [ks/x]Q1)[ks/x]Q′1
Γ1, [ks/x]Γ′1
v3
⊢ [ks/x]c3([ks/x]q2) : [ks/x]Q3 Γ1, [ks/x]Γ′1
?4
⊢ [ks/x]Q3 = [ks/x]Q1
(3.1)
Γ1, [ks/x]Γ′1 ⊢ [ks/x]c3([ks/x]q2) : [ks/x]Q1
Ψ(d′) ≡ (5.5)
Γ1, [ks/x]Γ′1 ⊢ [ks/x]f1([ks/x]c3([ks/x]q2)) : [[ks/x]c3([ks/x]q2)/y][ks/x]Q
′
1





3 = Γ1, [ks/x]Γ
′
1 est obtenue par autant de substi-
tutions que nécessaires à partir des jugements
E1
⊢ Γ3, x : K3,Γ
′
3 = Γ1, x :
K1,Γ
′







2 = Γ1, [ks/x]Γ
′
1 est obtenue par le même procédé
que ?1 mais à partir des jugements
E2
⊢ Γ2, x : K2,Γ
′
2 = Γ1, x : K1,Γ
′
1, et
Γ1 ⊢ ks : K1 .
L’égalité Γ1, [ks/x]Γ′1
?3
⊢ [ks/x]S2 = [ks/x]S3 est obtenue par substitu-
tion (règle 6.4) à partir des jugements Γ1, x : K1,Γ′1
E3
⊢ S2 = S3, et
Γ1 ⊢ ks : K1.
L’égalité Γ1, [ks/x]Γ′1
?4
⊢ [ks/x]Q3 = [ks/x]Q1 est obtenue par le même
procédé que ?3 mais à partir des jugements Γ1, x : K1,Γ′1
E4
⊢ Q3 = Q1,
et Γ1 ⊢ ks : K1.
En conclusion Ψ(d′) est définie. De Ψ(d′) ∼ Ψ(d), il suffit de comparer
syntaxiquement les jugements finaux de Ψ(d′) et Ψ(d).
En appliquant l’hypothèse d’induction et à l’aide du lemme 4.40, nous
pouvons éliminer l’application des règles de substitutions des prémisses
de d′ et prouver que Ψ(d) ∼ Ψ(E◦(d)).




Γ, x : K ⊢ valid Γ
d2
⊢ k : K
d ≡ (6.1)
Γ ⊢ valid
Par définition E◦(d) ≡ V ◦Γ1(d0). Grâce au lemme 4.40 et 4.41, on sait
que Ψ(V ◦Γ1(d0)) est définie et Ψd(Γ ⊢ valid) = Ψd0(Γ ⊢ valid) =
ΨV ◦Γ1 (d0)
(Γ ⊢ valid). D’où Ψ(E◦(d)) ∼ Ψ(d).
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– Cas où d1 se termine par 1.3.




Γ, x : K,Γ′ ⊢ x : K Γ
d2
⊢ k : K
d ≡ (6.5)




⊢ k : K




⊢ k : K
(6.1)
Γ, [k/x]Γ′ ⊢ valid
(wkn)
Γ, [k/x]Γ′ ⊢ k : K
Le fait que Ψ(d′) soit définie et que Ψ(d) ∼ Ψ(d′), est vérifié directe-
ment à partir de la définition de Ψ. Soit d′′ obtenue en éliminant la règle
6.1 de la dérivation de la prémisse droite de d′. Par hypothèse d’induc-
tion, on a :




⊢ k : K
Ψ( (6.1))
Γ, [k/x]Γ′ ⊢ valid





⊢ k : K
Ψ(Esub( (6.1)))
Γ, [k/x]Γ′ ⊢ valid
Grâce au lemme 4.40, on a Ψ(d′′) ∼ Ψ(d′), de plus E◦(d) ≡ E◦wkn(d
′′).
On utilise le fait que la preuve est faite pour le cas de wkn pour montrer
que Ψ(d′′) ∼ Ψ(E◦wkn(d
′′)). On peut conclure que Ψ(d) ∼ Ψ(E◦(d)).
Lemme 4.43. Soit d une dérivation du jugement Γ ⊢ A <c B : Type (ou
Γ ⊢ K <c K
′) dans UTT r[R]−w . Si Ψ(d) est définie alors :
(a) Ψ(l◦<(d)) est définie et Ψl◦<(d)(Γ ⊢ A : Type) = Ψd(Γ ⊢ A : Type)
(ou Ψl◦<(d)(Γ ⊢ Kkind) = Ψd(Γ ⊢ Kkind)),
(b) Ψ(r◦<(d)) est définie et Ψr◦<(d)(Γ ⊢ B : Type) = Ψd(Γ ⊢ B : Type))
(ou Ψr◦<(d)(Γ ⊢ K
′kind) = Ψd(Γ ⊢ K
′kind)),
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(c) Ψ(co◦(d)) est définie et Ψco◦(d)(Γ ⊢ c : (El(A))El(B)) = Ψd(Γ ⊢ c :
(El(A))El(B))
(ou Ψco◦(d)(Γ ⊢ c : (K)K ′) = Ψd(Γ ⊢ c : (K)K ′)).
Démonstration. Preuve par induction sur la taille de d. Les règles à considérer
sont toutes les règles de sous-typage (ST) et de sous-sorte (SK).
Cas de base. Le cas de base est couvert par la règle ST.1.
Γ
d1
⊢ A : Type Γ
d2
⊢ B : Type Γ
d3
⊢ c : (El(A))El(B) (A, c, B) ∈ C
d≡ ST.1
Γ ⊢ A <c B : Type
• l◦<(d) ≡ d1. Par hypothèse Ψ(d) est définie donc Ψ(d1) l’est également
(lemme 4.40). On peut déduire que Ψ(l◦<(d)) est définie.
On a Ψl◦<(d)(Γ ⊢ A : Type) = Ψd1(Γ ⊢ A : Type), de plus on sait que
Ψd(Γ ⊢ A : Type) = Ψd1(Γ ⊢ A : Type), d’où
Ψl◦<(d)(Γ ⊢ A : Type) = Ψd(Γ ⊢ A : Type).
• r◦<(d) ≡ d2. Par une démonstration analogue, on montre que
Ψr◦<(d)(Γ ⊢ B : Type) = Ψd(Γ ⊢ B : Type).
• co◦(d) ≡ d3. Par une démonstration analogue, on montre que
Ψco◦(d)(Γ ⊢ c : (El(A))El(B)) = Ψd(Γ ⊢ c : (El(A))El(B)).
Pas d’induction.
• Prenons le cas :
d ≡ Cas d ≡ Γ
d1
⊢ Q′ <c′ Q Γ, x
′ : Q′
d2
⊢ [c′(x′)/x]K <c′′ K




Γ ⊢ (x : Q)K <c (x
′ : Q′)K ′
avec c ≡ [f : (x : Q)K][x′ : Q′]c′′(f(c′(x′))) ;




Γ ⊢ (x : Q)Kkind
,
Ψ(d3) étant définie (lemme 4.40), par définition Ψ(l
◦
<(d)) l’est égale-
ment. On a donc :
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Ψd(Γ ⊢ (x : Q)Kkind) = Ψd3(Γ ⊢ (x : Q)Kkind), de plus
Ψl◦<(d)(Γ ⊢ (x : Q)Kkind) = Ψd3(Γ ⊢ (x : Q)Kkind), d’où
Ψd(Γ ⊢ (x : Q)Kkind) = Ψl◦<(d)(Γ ⊢ (x : Q)Kkind).





Γ ⊢ (x′ : Q′)K ′kind
,
Par hypothèse d’inductionΨ(r◦<(d2)) est définie, par définitionΨ(r
◦
<(d))
l’est également. On a donc :
Ψd(Γ ⊢ (x
′ : Q′)K ′kind) = Ψd2(Γ ⊢ (x
′ : Q′)K ′kind), de plus
Ψr◦<(d)(Γ ⊢ (x
′ : Q′)K ′kind) = Ψr◦<(d2)(Γ ⊢ (x
′ : Q′)K ′kind), or par
hypothèse d’induction nous avons
Ψr◦<(d2)(Γ ⊢ (x
′ : Q′)K ′kind) = Ψd2(Γ ⊢ (x
′ : Q′)K ′kind) d’où
Ψr◦<(d)(Γ ⊢ (x
′ : Q′)K ′kind) = Ψd(Γ ⊢ (x′ : Q′)K ′kind).
(c) Tout d’abord cherchons une dérivation du jugement :
Γ
co◦(d)
⊢ c : ((x : Q)K)(x′ : Q′)K ′
Considérons les dérivations suivantes :




Γ ⊢ (x : Q)Kkind
p′0 ≡ (1.2)Γ, f : (x : Q)K ⊢ valid
Γ, x′ : Q′
V ◦Γ1
(d2)




Γ, f : (x : Q)K, x′ : Q′ ⊢ valid




Γ, f : (x : Q)K, x′ : Q′ ⊢ x′ : Q′




Γ, f : (x : Q)K, x′ : Q′ ⊢ f : (x : Q)K
Γ, x′ : Q′
co◦(d2)
⊢ c′′ : ([c′(x′)/x]K)K ′




Γ ⊢ (x : Q)Kkind
(1.2)
Γ, f : (x : Q)K ⊢ valid
h ≡ (wkn)








Γ, f : (x : Q)K, x′ : Q′ ⊢ c′ : (Q′)Q
Γ, f : (x : Q)K, x′ : Q′
E◦(h1)
⊢ c′ : (Q′)Q Γ, f : (x : Q)K, x′ : Q′
p1
⊢ x′ : Q′
h2 ≡ (5.5)
Γ, f : (x : Q)K, x′ : Q′ ⊢ c′(x′) : Q
Γ, f : (x : Q)K, x′ : Q′
h2
⊢ c′(x′) : Q Γ, f : (x : Q)K, x′ : Q′
p2
⊢ f : (x : Q)K
h3 ≡ (5.5)
Γ, f : (x : Q)K, x′ : Q′ ⊢ f(c′(x′)) : [c′(x′)/x]K
Et h4 ≡
Γ, f : (x : Q)K, x′ : Q′
E◦(h)
⊢ c′′ : ([c′(x′)/x]K)K ′ Γ, f : (x : Q)K, x′ : Q′
h3
⊢ f(c′(x′)) : [c′(x′)/x]K
(5.5)
Γ, f : (x : Q)K, x′ : Q′ ⊢ c′′(f(c′(x′))) : K ′
On obtient finalement la dérivation :
Γ, f : (x : Q)K, x′ : Q′
h4
⊢ c′′(f(c′(x′))) : K ′
(5.3)
Γ, f : (x : Q)K ⊢ [x′ : Q′]c′′(f(c′(x′))) : (x′ : Q′)K ′
co◦(d) ≡ (5.3)
Γ ⊢ [f : (x : Q)K][x′ : Q′]c′′(f(c′(x′))) : (f : (x : Q)K)(x′ : Q′)K ′
Montrons que Ψ(co◦(d)) est définie.
Sachant queΨ(d3) est définie, par définitionΨ(p′0) l’est également.Voici



























(Γ), f : (x : Ψd3 (Q)), x




Grâce au lemme 4.41 on sait que ΨV ◦Γ1 (d2)(Γ ⊢ valid) = Ψd2(Γ ⊢
valid). De plus, par définition deΨ(d), on aΨd3(Γ ⊢ valid) = Ψd2(Γ ⊢
valid). Le jugement
E1
⊢ Ψd3(Γ) = ΨV ◦Γ1 (d2)
(Γ) est donc dérivable et
Ψ(p0) est définie.
Nous savons par rapport au lemme 4.42 queΨ(E◦(p0)) est définie, par
définition Ψ(p1) et Ψ(p2) le sont également. Par une démonstration
analogue à celle de Ψ(p0), nous prouvons que Ψ(h) et Ψ(h1) sont
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définies.
Pour prouver que Ψ(h2) est définie, selon sa définition nous devons
montrer l’égalité :
ΨE◦(h1)(Γ, f : (x : Q)K, x
′ : Q′ ⊢ valid) = Ψp1(Γ, f : (x : Q)K,x
′ :
Q′ ⊢ valid).
Par hypothèse d’induction, par définition deΨ et grâce au lemme 4.42,
nous sommes mesure de prouver les deux égalités :
ΨE◦(h1)(Γ, f : (x : Q)K,x
′ : Q′ ⊢ valid) = Ψp0(Γ, f : (x : Q)K, x
′ :
Q′ ⊢ valid), et
Ψp1(Γ, f : (x : Q)K, x
′ : Q′ ⊢ valid) = Ψp0(Γ, f : (x : Q)K, x
′ :
Q′ ⊢ valid),
et en déduire l’égalité que nous recherchons à savoir :
ΨE◦(h1)(Γ, f : (x : Q)K, x
′ : Q′ ⊢ valid) = Ψp1(Γ, f : (x : Q)K,x
′ :
Q′ ⊢ valid).
Par une démonstration analogue, nous prouvons que Ψ(h3) et Ψ(h4)
sont définies. Nous pouvons conclure en disant que Ψ(co◦(d)) est dé-
finie.
Montrons maintenant que :
Ψco◦(d)(Γ ⊢ [f : (x : Q)K][x
′ : Q′]c′′(f(c′(x′) : ((x : Q)K)(x′ :
Q′)K ′) = Ψd(Γ ⊢ [f : (x : Q)K][x
′ : Q′]c′′(f(c′(x′) : ((x :
Q)K)(x′ : Q′)K ′).
En analysant la dérivation Ψ(d) on peut dire que :
Ψd(Γ ⊢ [f : (x : Q)K][x
′ : Q′]c′′(f(c′(x′) : ((x : Q)K)(x′ :
Q′)K ′) =









De plus l’observation de co◦(d) et le lemme 4.42 nous permettent d’af-
firmer que :
Ψco◦(d)(Γ ⊢ [f : (x : Q)K][x
′ : Q′]c′′(f(c′(x′) : ((x : Q)K)(x′ :
Q′)K ′) =









Par hypothèse d’induction, nous avons les égalités suivantes :
Ψco◦(d1)(Γ ⊢ c
′ : (Q′)Q) = Ψd1(Γ ⊢ c
′ : (Q′)Q) et
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Ψco◦(d2)(Γ ⊢ c
′′ : ([c′(x′)/x]K)K ′) = Ψd2(Γ ⊢ c
′′ : ([c′(x′)/x]K)K ′).
De ces deux égalités, nous pouvons déduire les égalités suivantes :








On peut en conclure que :
Ψco◦(d)(Γ ⊢ [f : (x : Q)K][x
′ : Q′]c′′(f(c′(x′) : ((x : Q)K)(x′ :
Q′)K ′) =
Ψd(Γ ⊢ [f : (x : Q)K][x
′ : Q′]c′′(f(c′(x′) : ((x : Q)K)(x′ : Q′)K ′).
Lemme 4.44. Soit d une UTT r[R]−w-dérivation d’un des jugements Γ ⊢ K1 =
K2, Γ ⊢ k1 = k2 : K ou Γ ⊢ Σ : K ( Σ dénote un terme ou une égalité de
termes). Si Ψ(d) est définie alors Ψ(l◦=(d)) et Ψ(r
◦
=(d)) sont définies, Ψ(l
◦
=(d)) et
Ψ(r◦=(d)) sont définies, et Ψ(kd
◦(d)) est définie respectivement.
De plus :
(a) Ψl◦=(d)(Γ ⊢ K1kind) = Ψd(Γ ⊢ K1kind), Ψr◦=(d)(Γ ⊢ K2kind) = Ψd(Γ ⊢
K2kind) ;
(b) Ψl◦=(d)(Γ ⊢ k1 : K) = Ψd(Γ ⊢ k1 : K), Ψr◦=(d)(Γ ⊢ k2 : K) = Ψd(Γ ⊢ k2 :
K) ;
(c) Ψkd◦(d)(Γ ⊢ Kkind) = Ψd(Γ ⊢ Kkind).
Démonstration. Par induction sur la taille de d.
Cas de base. Quand Ψ(d) ≡ d.
Pas d’induction.
(a) Le jugement ayant la forme Γ ⊢ K1 = K2, la dérivation d peut se terminer
par une des règles suivantes : 2.1, 2.2, 2.3, 4.3, 5.2.
• Considérons le cas :
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Γ, x : K1
d1




⊢ K1 = K2
d ≡ (5.2)
Γ ⊢ (x : K1)K
′
1 = (x : K2)K
′
2
– On a l◦=(d) ≡ Γ, x : K1
l◦=(d1)
⊢ K ′1kind (5.1)
Γ ⊢ (x : K1)K
′
1kind
Par hypothèse d’induction Ψ(l◦=(d1)) est définie, il en est donc de même
pour Ψ(l◦=(d)).
Par définition de Ψ on a :
Ψd(Γ ⊢ (x : K1)K
′
1kind) = Ψd1(Γ) ⊢ (x : Ψd1(K1))Ψd1(K
′
1)kind),
de plusΨl◦=(d)(Γ ⊢ (x : K1)K
′
1kind) = Ψl◦=(d1)(Γ) ⊢ (x : Ψl◦=(d1)(K1))Ψl◦=(d1)(K
′
1)kind),
or par hypothèse d’induction on a l’égalité suivante :
Ψl◦=(d1)(Γ, x : K1 ⊢ K
′
1kind) = Ψd1(Γ, x : K1 ⊢ K
′
1kind), on peut en
déduire les égalités :






Ψl◦=(d)(Γ ⊢ (x : K1)K
′
1kind) = Ψd(Γ ⊢ (x : K1)K
′
1kind).
– on a r◦=(d) ≡
Γ, x : K1
r◦=(d1)
⊢ K ′2kind Γ
d2
⊢ K1 = K2 Γ
r◦=(d2)
⊢ K2kindE◦( (3.3’)
Γ, x : K2 ⊢ K
′
2kind (5.1)
Γ ⊢ (x : K2)K
′
2kind
Montrons tout d’abord que Ψ(r◦=(d)) est définie.
Nous savons que Ψ(d2) est définie, il en est de même pour Ψ(r◦=(d1))
et Ψ(r◦=(d2)) par hypothèse d’induction. Connaissant la définition de
Ψ(r◦=(d)) et en appliquant le lemme 4.42, nous savons qu’il nous suf-
fit de prouver les égalités :
Ψr◦=(d1)(Γ ⊢ K1kind) = Ψd2(Γ ⊢ K1kind) et Ψd2(Γ ⊢ K2kind) =
Ψr◦=(d2)(Γ ⊢ K2kind).
La seconde égalité découle directement des hypothèses d’induction.
Penchons nous sur la première. Par définition deΨ(d), on sait queΨd1(Γ ⊢
K1kind) = Ψd2(Γ ⊢ K1kind) et par hypothèse d’induction on sait que
Ψr◦=(d1)(Γ ⊢ K1kind) = Ψd1(Γ ⊢ K1kind). De ces deux égalités, on
en déduit celle que nous recherchons, à savoir Ψr◦=(d1)(Γ ⊢ K1kind) =




Nous devons maintenant montrer que :
Ψr◦=(d)(Γ ⊢ (x : K2)K
′
2kind) = Ψd(Γ ⊢ (x : K2)K
′
2kind).
Par définition de Ψ on a :
Ψd(Γ ⊢ (x : K2)K
′
2kind) = Ψd2(Γ) ⊢ (x : Ψd2(K2))Ψd1(K
′
2)kind, de
plus le lemme 4.42 nous permet d’affirmer également que :
Ψr◦=(d)(Γ ⊢ (x : K2)K
′
2kind) = Ψd2(Γ) ⊢ (x : Ψd2(K2))Ψr◦=(d1)(K
′
2)kind.
Par hypothèse d’induction on a l’égalité suivante :
Ψr◦=(d1)(Γ, x : K1 ⊢ K
′
2kind) = Ψd1(Γ, x : K1 ⊢ K
′
2kind), on peut en





Ψr◦=(d)(Γ ⊢ (x : K2)K
′
2kind) = Ψd(Γ ⊢ (x : K2)K
′
2kind).
(b) Le jugement ayant la forme Γ ⊢ k1 = k2 : K, la dérivation d peut se terminer
par une des règles suivantes : 2.5, 2.6, 3.2, 5.4, 5.6, 5.7, 5.8, CA.2, CD ou
encore une des règles d’égalité associées aux constantes de UTT r[R]−w .
• Considérons le cas
Γ
d1
⊢ f = f ′ : (x : K)K ′ Γ
d2
⊢ k1 = k2 : K0 Γ
d3
⊢ K0 <c K
d ≡ (CA.2)
Γ ⊢ f(k1) = f
′(k2) : [c(k1)/x]K
′
– on a l◦=(d) ≡ Γ
l◦=(d1)
⊢ f : (x : K)K ′ Γ
l◦=(d2)
⊢ k1 : K0 Γ
d3
⊢ K0 <c K (CA.1)
Γ ⊢ f(k1) : [c(k1)/x]K
′
Montrons tout d’abord que Ψ(l◦=(d)) est définie.
Nous savons que Ψ(l◦=(d1)), Ψ(l
◦
=(d2)) et Ψ(d3) sont définies. Il nous
suffit de prouver les égalités :
Ψl◦=(d1)(Γ ⊢ Kkind) = Ψd3(Γ ⊢ Kkind) et Ψl◦=(d2)(Γ ⊢ K0kind) =
Ψd3(Γ ⊢ K0kind).
Par définition de Ψ(d) on peut prouver que :
Ψd1(Γ ⊢ Kkind) = Ψd3(Γ ⊢ Kkind) et Ψd2(Γ ⊢ K0kind) =
Ψd3(Γ ⊢ K0kind).
De même que l’on peut prouver à l’aide des hypothèses d’induction que :
Ψl◦=(d1)(Γ ⊢ Kkind) = Ψd1(Γ ⊢ Kkind) et Ψl◦=(d2)(Γ ⊢ K0kind) =
Ψd2(Γ ⊢ K0kind).
Nous pouvons en déduire les égalités recherchées et prouver queΨ(l◦=(d))
est définie.
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Nous devons maintenant montrer que :
Ψl◦=(d)(Γ ⊢ f(k1) : [c(k1)/x]K
′) = Ψd(Γ ⊢ f(k1) : [c(k1)/x]K
′).
Ce résultat est facilement prouvable par définition deΨ(d) et deΨ(l◦=(d))
et à l’aide des hypothèses d’induction.
– On a r◦=(d) ≡
Γ
r◦=(d1)
⊢ f ′ : (x : K)K′ Γ
r◦=(d2)
⊢ k2 : K0 Γ
d3
⊢ K0 <c K
(CA.1)
Γ ⊢ f ′(k2) : [c(k2)/x]K′
Γ
E◦(h)
⊢ [c(k1)/x]K′ = [c(k2)/x]K′
(2.2)
Γ ⊢ [c(k2)/x]K′ = [c(k1)/x]K′
(3.1)
Γ ⊢ f ′(k2) : [c(k1)/x]K′
Avec h ≡
p_◦(kd◦(d1))
Γ, x : K ⊢ K′kind
Γ
co◦(d3)
⊢ c : (K0)K
(2.4)
Γ, x : K ⊢ c = c : (K0)K Γ
d2
⊢ k1 = k2 : K0
(5.6)
Γ ⊢ c(k1) = c(k2) : K
Γ
co◦(d3)
⊢ c : (K0)K Γ
r◦<(d2)
⊢ k2 : K0
(5.5)
Γ ⊢ c(k2) : K
(6.6’)
Γ ⊢ [c(k1)/x]K′ = [c(k2)/x]K′
Par une méthode relativement similaire aux cas précédents (en employant
également les lemmes 4.42 et 4.43), nous sommes en mesure de prouver
que Ψ(r◦=(d)) est définie et que :
Ψr◦=(d)(Γ ⊢ f
′(k2) : [c(k1)/x]K
′) = Ψd(Γ ⊢ f
′(k2) : [c(k1)/x]K
′).
(c) Le jugement ayant la forme Γ ⊢ Σ : K, la dérivation d peut se terminer par
une des règles suivantes : 3.1, 3.2, 5.3, 5.4, 5.5, 5.6, 5.7, 5.8, ST.1, CA.1,
CA.2, CD ou encore une des règles associées aux constantes de UTT r[R]−w .
• Considérons le cas
Γ
d1
⊢ f = f ′ : (x : K)K ′ Γ
d2
⊢ k1 = k2 : K0 Γ
d3
⊢ K0 <c K
d ≡ (CA.2)





Γ, x : K ⊢ K ′kind
Γ
co◦(d3)
⊢ c : (K0)K Γ
l◦<(d2)
⊢ k1 : K0 (5.5)
Γ ⊢ c(k1) : Kkd◦(d) ≡ E◦( (6.2))
Γ ⊢ [c(k1)/x]K
′kind
Par une méthode relativement similaire aux cas précédents nous prouvons
que Ψ(kd◦(d)) est définie et que
Ψkd◦(d)(Γ ⊢ [c(k1)/x]K
′kind) = Ψd(Γ ⊢ [c(k1)/x]K ′kind).
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Lemme 4.45. Soit d une UTT r[R]−w-dérivation et less l’algorithme vu au lemme
4.21. SiΨ(d) est définie alorsΨ(less(d)) est également définie, de plusΨ(less(d)) ∼
Ψ(d).
Démonstration. Par induction sur le nombre de UTT r[R]−w-règles qui ne sont pas
des UTT r[R]−-règles.
Cas de base. Lorsque d ne contient aucune des règles mentionnées plus haut :
évident.
Pas d’induction. Les règles à considérer sont les règles ST.2’, ST.3’, SK.5’ et
SK.6’.
Considérons le cas ST.2’ dont la méthode est similaire pour tous les autres cas.
d ≡ Γ
d1
⊢ A <c B : Type Γ
d2
⊢ A = A′ : Type Γ
d3
⊢ A′ : Type
(ST.2’)
Γ ⊢ A′ <c B : Type
On sait que less(d) ≡ Γ
less(d1)
⊢ A <c B : Type Γ
less(d2)
⊢ A = A′ : Type
(ST.2)
Γ ⊢ A′ <c B : Type
Nous prouvons d’abord que Ψ(less(d)) est définie, par une méthode similaire à
celle employée lors des démontrations des lemmes 4.42, 4.43 et 4.44.
Montrons maintenant que Ψ(less(d)) ∼ Ψ(d), autrement dit que
Ψd(Γ ⊢ A
′ <c B : Type) = Ψless(d)(Γ ⊢ A′ <c B : Type).
Par définition de Ψ(d) on sait que :
(1) Ψd(Γ ⊢ A′ <c B : Type) = Ψd1(Γ) ⊢ Ψd2(A
′) <Ψd1 (c) Ψd1(B). De plus par
définition de Ψ(less(d)) on sait que :
(2)Ψless(d)(Γ ⊢ A′ <c B : Type) = Ψless(d1)(Γ) ⊢ Ψless(d2)(A
′) <Ψless(d1)(c)
Ψless(d1)(B). En appliquant l’hypothèse d’induction à d1 et d2, on a Ψ(less(d1)) ∼
Ψ(d1) et Ψ(less(d2)) ∼ Ψ(d2). On peut conclure que Ψd(Γ ⊢ A′ <c B : Type) =
Ψless(d)(Γ ⊢ A
′ <c B : Type) donc que Ψ(less(d)) ∼ Ψ(d).
Lemme 4.46. Soit d une UTT r[R]-dérivation et E∗ l’algorithme vu au lemme
4.22. SiΨ(d) est définie alorsΨ(E∗(d)) est également définie, de plusΨ(E∗(d)) ∼
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Ψ(d).
Démonstration. Preuve par induction sur le nombre de règles de UTT r[R] qui ne
sont pas des règles de UTT r[R]−w .
Cas de base. Il n’existe aucune des règles mentionnées plus haut dans d. Dans ce
cas E∗(d) ≡ d.
Pas d’induction.
• Cas où la dernière règle de d est une des règles dont il existe une version
avec des prémisses supplémentaires.
Exemple du cas d ≡ Γ
d1
⊢ K1 <c K2 Γ
d2
⊢ K2 = K
′
2 (SK.5)
Γ ⊢ K1 <c K
′
2
On sait que :
E∗(d) ≡ Γ
E∗(d1)
⊢ K1 <c K2 Γ
E∗(d2)





⊢ K ′2kind (SK.5’)
Γ ⊢ K1 <c K
′
2
Il faut d’abord montrer que Ψ(E∗(d)) est définie.
Afin d’y parvenir, connaissant la définition de Ψ(E∗(d)), nous savons qu’il
nous suffit de prouver les égalités :






Par définition deΨ(d), en appliquant les hypothèses d’induction et le lemme
4.44, nous sommes en mesure de prouver que les deux égalités précédentes
sont dérivables et donc que Ψ(E∗(d)) est définie.
Montrons maintenant que Ψ(E∗(d)) ∼ Ψ(d).
Par définition de Ψ(d), on sait que :
(1) Ψd(Γ ⊢ K1 <c K ′2) = Ψd1(Γ) ⊢ Ψd1(K1) <Ψd1 (c) Ψd2(K
′
2). De plus
par définition de Ψ(E∗(d)), on sait que :
(2)ΨE∗(d)(Γ ⊢ K1 <c K ′2) = ΨE∗(d1)(Γ) ⊢ ΨE∗(d1)(K1) <ΨE∗(d1)(c) ΨE∗(d2)(K
′
2).
En appliquant l’hypothèse d’induction à d1 et d2, on a Ψ(E
∗(d1)) ∼ Ψ(d1)
et Ψ(E∗(d2)) ∼ Ψ(d2). On peut conclure que Ψd(Γ ⊢ K1 <c K ′2) =
ΨE∗(d)(Γ ⊢ K1 <c K
′
2) donc que Ψ(E
∗(d)) ∼ Ψ(d).
• Cas où la dernière règle de d est une des règles à éliminer.
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Il faut d’abord montrer que Ψ(E∗(d)) est définie.
Pour cela il suffit juste de prouver que :
ΨE∗(d1)(Γ ⊢ valid) = ΨE∗(d2)(Γ ⊢ valid).
Cette égalité est prouvée facilement par définition de Ψ(d) et en appliquant
les hypothèses d’induction. Ψ(E∗(d)) est donc définie.
Montrons que Ψ(E∗(d)) ∼ Ψ(d).
Par définition de Ψ(d) on sait que :
(1) Ψd(Γ1,Γ3,Γ2 ⊢ J) = Ψd1(Γ1),Ψd2(Γ3),Ψd1(Γ2) ⊢ Ψd1(J). De plus
par définition de Ψ(E∗(d)) on sait que :
(2)ΨE∗(d)(Γ1,Γ3,Γ2 ⊢ J) = ΨE∗(d1)(Γ1),ΨE∗(d2)(Γ3),ΨE∗(d1)(Γ2) ⊢ ΨE∗(d1)(J).
En appliquant l’hypothèse d’induction à d1 et d2, on a Ψ(E
∗(d1)) ∼ Ψ(d1)
et Ψ(E∗(d2)) ∼ Ψ(d2) et le lemme 4.42 nous permet de conclure que
Ψd(Γ1,Γ3,Γ2 ⊢ J) = ΨE∗(d)(Γ1,Γ3,Γ2 ⊢ J) donc que Ψ(E
∗(d)) ∼ Ψ(d).
Lemme 4.47. Soit d uneUTT r[R]-dérivation et E l’algorithme vu au lemme 4.23.
Si Ψ(d) est définie alors Ψ(E(d)) est également définie, de plus Ψ(E(d)) ∼ Ψ(d).
Démonstration. Par définition on sait que E(d) ≡ less(E∗(d)).
En appliquant les lemmes 4.46 et 4.45, on sait que Ψ(less(E∗(d))) est définie, de
plus Ψ(d) ∼ Ψ(E∗(d)) ∼ Ψ(less(E∗(d))) ≡ Ψ(E(d)).
Dans le théorème qui suit, nous considérons les algorithmes concernant les juge-
ments présupposés dans leurs versions finales, c’est-à-dire celles qui s’appliquent
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directement à des UTT r[R]-dérivations. Nous établissons la relation entre ces al-
gorithmes et la transformation Ψ.
Theorème 4.48. Soit d une UTT r[R]-dérivation.
• Si d est une dérivation d’un des jugements :
Γ,Γ′ ⊢ J , Γ, x : K,Γ′ ⊢ J , Γ ⊢ K1 = K2, Γ ⊢ k1 = k2 : K ou
Γ ⊢ Σ : K ( Σ dénote un terme ou une égalité de termes), et si Ψ(d) est
définie alors respectivement :
(a) Ψ(VΓ1(d)) est définie et ΨVΓ1 (d)(Γ ⊢ valid) = Ψd(Γ ⊢ valid) ;
(b) Ψ(KΓ1(d)) est définie et ΨKΓ1 (d)(Γ ⊢ Kkind) = Ψd(Γ ⊢ Kkind) ;
(c) Ψ(l=(d)) et Ψ(r=(d)) sont définies, de plus Ψl=(d)(Γ ⊢ K1kind) =
Ψd(Γ ⊢ K1kind) et Ψr=(d)(Γ ⊢ K2kind) = Ψd(Γ ⊢ K2kind) ;
(d) Ψ(l=(d)) et Ψ(r=(d)) sont définies, de plus Ψl=(d)(Γ ⊢ k1 : K) =
Ψd(Γ ⊢ k1 : K) et Ψr=(d)(Γ ⊢ k2 : K) = Ψd(Γ ⊢ k2 : K) ;
(e) Ψ(kd(d)) est définie et Ψkd(d)(Γ ⊢ Kkind) = Ψd(Γ ⊢ Kkind).
• Si d une dérivation du jugement Γ ⊢ A <c B : Type (ou Γ ⊢ K <c K ′) et
si Ψ(d) est définie alors :
f) Ψ(l<(d)) est définie et Ψl<(d)(Γ ⊢ A : Type) = Ψd(Γ ⊢ A : Type)
(ou Ψl<(d)(Γ ⊢ Kkind) = Ψd(Γ ⊢ Kkind)) ;
g) Ψ(r<(d)) est définie et Ψr<(d)(Γ ⊢ B : Type) = Ψd(Γ ⊢ B : Type))
(ou Ψr<(d)(Γ ⊢ K
′kind) = Ψd(Γ ⊢ K
′kind)) ;
h) Ψ(co(d)) est définie et Ψco(d)(Γ ⊢ c : (El(A))El(B)) = Ψd(Γ ⊢ c :
(El(A))El(B))
(ou Ψco(d)(Γ ⊢ c : (K)K ′) = Ψd(Γ ⊢ c : (K)K ′)).
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Démonstration. Prenons le cas de l’exemple f), la méthode est similaire pour les
cas de c) à h).
La dérivation d est donc une dérivation du jugement Γ ⊢ A <c B : Type. En ap-
pliquant le lemme 4.46, on sait queΨ(E∗(d)) est définie et queΨ(E∗(d)) ∼ Ψ(d).
Ce qui implique que :
(1)Ψd(Γ ⊢ A : Type) = ΨE∗(d)(Γ ⊢ A : Type).
De plus, nous savons que E∗(d) existe et est une UTT r[R]−w-dérivation de Γ ⊢
A <c B : Type. Nous sommes en mesure d’appliquer le lemme 4.43 à E
∗(d), ce
qui nous permet d’affirmer que Ψ(l◦<(E
∗(d))) est définie et que :
(2) Ψl◦<(E∗(d))(Γ ⊢ A : Type) = ΨE∗(d)(Γ ⊢ A : Type).
De plus, grâce au lemme 4.45, on sait que Ψ(less(l◦<(E




Le jugement final de Ψ(l◦<(E
∗(d))) étant Ψl◦<(E∗(d))(Γ ⊢ A : Type), on peut dé-
duire l’égalité :
(3) Ψl◦<(E∗(d))(Γ ⊢ A : Type) = Ψless(l◦<(E∗(d)))(Γ ⊢ A : Type).
Or l<(d) ≡ less(l
◦
<(E
∗(d))) donc on a :
(4) Ψless(l◦<(E∗(d)))(Γ ⊢ A : Type) = Ψl<(d)(Γ ⊢ A : Type).
A partir des égalités (1), (2), (3) et (4) on peut conclure que
Ψd(Γ ⊢ A : Type) = Ψl<(d)(Γ ⊢ A : Type).
Lemme 4.49. Soit d une UTT r[R]-dérivation.
• Si d est une dérivation du jugement Γ ⊢ (x : K)Qkind et si Ψ(d) est définie
alors :
(a) Ψ(P_(d)) est définie et ΨP_(d)(Γ ⊢ Kkind) = Ψd(Γ ⊢ Kkind) ;
(b) Ψ(P′_(d)) est définie et ΨP′_(d)(Γ, x : K ⊢ Qkind) = Ψd(Γ, x : K ⊢
Qkind).
• Si d une dérivation du jugement Γ ⊢ (x : K)Q = (x : K ′)Q′ et si Ψ(d) est
définie alors :
c) Ψ(P=(d)) est définie et ΨP=(d)(Γ ⊢ K = K
′) = Ψd(Γ ⊢ K = K
′) ;
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d) Ψ(P′=(d)) est définie et ΨP′=(d)(Γ, x : K ⊢ Q = Q
′) = Ψd(Γ, x : K ⊢
Q = Q′) ;
e) Ψ(P′′=(d)) est définie et ΨP′′=(d)(Γ, x : K
′ ⊢ Q = Q′) = Ψd(Γ, x :
K ′ ⊢ Q = Q′).
Démonstration.
a) Pour une UTT r[R]-dérivation d, on a P_(d) ≡ K◦Γ1(p_
◦(E(d))) et P′_(d) ≡
p_◦(E(d)). On peut conclure à l’aide des lemmes 4.47 et 4.41, par une dé-
monstration similaire à celle du théorème 4.48.
b) On procède par induction sur la taille de d.
Cas de base. Quand Ψ(d) ≡ d, évident.
Pas d’induction. Les règles à considérer sont 2.1, 2.2, 2.3, 5.2.
• Considérons le cas
Γ, x : K
d1
⊢ Q = Q′ Γ
d2
⊢ K = K ′
d ≡ (5.2)
Γ ⊢ (x : K)Q = (x : K ′)Q′
Nous avons P=(d) ≡ E(d2), P
′
=(d) ≡ E(d1) et
Γ, x : K
E(d1)
⊢ Q = Q′ Γ
E(d2)
⊢ K = K ′
P′′=(d) ≡ (3.3)Γ, x : K ′ ⊢ Q = Q′
Grâce au lemme 4.47, on peut aisément conclure queΨ(P=(d)) etΨ(P
′
=(d))
sont définies et que :
ΨP=(d)(Γ ⊢ K = K
′) = Ψd(Γ ⊢ K = K
′), et
ΨP′=(d)(Γ, x : K ⊢ Q = Q
′) = Ψd(Γ, x : K ⊢ Q = Q
′).
Pour prouver que Ψ(P′′=(d)) est définie, il suffit de prouver l’égalité :
ΨE(d1)(Γ ⊢ Kkind) = ΨE(d2)(Γ ⊢ Kkind).
Grâce au lemme 4.47, on peut déduire que :
ΨE(d1)(Γ ⊢ Kkind) = Ψd1(Γ ⊢ Kkind) et ΨE(d2)(Γ ⊢ Kkind) =
Ψd2(Γ ⊢ Kkind).
De plus par définition de Ψ(d), on a les égalités :
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Ψd1(Γ ⊢ Kkind) = Ψd(Γ ⊢ Kkind) et Ψd2(Γ ⊢ Kkind) = Ψd(Γ ⊢
Kkind). A partir des égalités précédentes, on peut déduire l’égalité recher-
chée et conclure que Ψ(P′′=(d)) est définie.
Il reste à prouver que :
ΨP′′=(d)(Γ, x : K
′ ⊢ Q = Q′) = Ψd(Γ, x : K
′ ⊢ Q = Q′).
Par définition de Ψ(P′′=(d)) et grâce au lemme 4.47, on a :
ΨP′′=(d)(Γ, x : K
′ ⊢ Q = Q′) = ΨE(d1)(Γ), x : ΨE(d2)(K
′) ⊢ ΨE(d1)(Q) =
ΨE(d1)(Q
′)) =
Ψd1(Γ), x : Ψd2(K
′) ⊢ Ψd1(Q) = Ψd1(Q
′)).
Or Ψd(Γ, x : K ′ ⊢ Q = Q′) = Ψd1(Γ), x : Ψd2(K
′) ⊢ Ψd1(Q) = Ψd1(Q
′)).
On peut donc conclure que :
ΨP′′=(d)(Γ, x : K
′ ⊢ Q = Q′) = Ψd(Γ, x : K
′ ⊢ Q = Q′).
Lemme 4.50. Soit une UTT r[R]-dérivation d du jugement Γ ⊢ f(k) : Type.
1. Le terme f(k) provient d’une application non coercitive.
Si Ψ(d) est définie alors Ψ(kl1(d)) et Ψ(kl2(d)) sont définies et on a :
Ψd(Γ ⊢ f : (K)Type) = Ψkl1(d)(Γ ⊢ f : (K)Type) et
Ψd(Γ ⊢ k : K) = Ψkl2(d)(Γ ⊢ k : K).
2. Le terme f(k) provient d’une application coercitive.
Si Ψ(d) est définie alors Ψ(kl1(d)), Ψ(kl2(d)) et Ψ(kl3(d)) sont définies et
on a :
Ψd(Γ ⊢ f : (K)Type) = Ψkl1(d)(Γ ⊢ f : (K)Type),
Ψd(Γ ⊢ k : K0) = Ψkl2(d)(Γ ⊢ k : K0), et
Ψd(Γ ⊢ K0 <c K) = Ψkl3(d)(Γ ⊢ K0 <c K).
Démonstration. Preuve par induction sur les dérivations suivant le modèle des
preuves des lemmes 4.41 et 4.43.
Les lemmes suivants nous seront utiles pour démontrer que l’applicationΨ est
définie pour les dérivations faisant intervenir des types inductifs.
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Lemme 4.51. Considérons une petite sorte A. Notons Ψ(A) la pré-sorte A dans
laquelle des coercions ont été insérées relativement à une dérivation quelconque.
Ψ(A) est une petite sorte.
Démonstration. Par induction sur la structure de A.
Cas de base. A ≡ El(M), on a Ψ(A) ≡ El(Ψ(M)). Ψ(A) est une petite sorte
par définition.
Pas d’induction. A ≡ (x : A1)A2, où A1 et A2 sont des petites sortes. On a
Ψ(A) ≡ (x : Ψ(A1))Ψ(A2). Par hypothèse d’induction et par définition,Ψ(A) est
une petite sorte.
Lemme 4.52. Considérons une sorte Φ telle que PPOSX(Φ). Notons Ψ(Φ) la
pré-sorte Φ dans laquelle des coercions ont été insérées relativement à une déri-
vation quelconque, on a PPOSX(Ψ(Φ)).
Démonstration. Par induction sur la structure de Φ.
Cas de base. Φ ≡ X , on a Ψ(Φ) ≡ X , d’où par hypothèse, PPOSX(Ψ(Φ)).
Pas d’induction. Φ ≡ (x : A)Φ0 où A est une petite sorte et PPOSX(Φ0). On
a Ψ(Φ) ≡ (x : Ψ(A))Ψ(Φ0), par hypothèse d’induction on a PPOSX(Ψ(Φ0)) et
grâce au lemme 4.51 on sait que Ψ(A) est une petite sorte. On peut conclure que
PPOSX(Ψ(Φ)).
Lemme 4.53. Considérons une sorte Θ telle que PSCHX(Θ). Notons Ψ(Θ) la
pré-sorte Θ dans laquelle des coercions ont été insérées relativement à une déri-
vation quelconque, on a PSCHX(Ψ(Θ)).
Démonstration. Par induction sur la structure de Θ.
Cas de base. Θ ≡ X , on a Ψ(Θ) ≡ X . Par hypothèse on a PSCHX(Ψ(Θ)).
Pas d’induction.
• Θ ≡ (x : A)Θ0 oùA est une petite sorte et PSCHX(Θ0). On aΨ(Θ) ≡ (x :
Ψ(A))Ψ(Θ0), par hypothèse d’induction on a PSCHX(Ψ(Θ0)) et grâce au
lemme 4.51 on sait que Ψ(A) est une petite sorte. On peut conclure que
PSCHX(Ψ(Θ)).
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• Θ ≡ (Φ)Θ0 où PPOSX(Φ) et PSCHX(Θ0). On aΨ(Θ) ≡ (Ψ(Φ))Ψ(Θ0),
par hypothèse d’induction on a PSCHX(Ψ(Θ0)) et grâce au lemme 4.52
on sait que PPOSX(Ψ(Φ)). On peut conclure que PSCHX(Ψ(Θ)).
Lemme 4.54. Soit d une UTT r[R]-dérivation de Γ ⊢ κX [Θ¯] : K. Si Ψ(d) est
définie alors les dérivations Ψ(KΘi(d)) sont définies, de plus
Ψd(Γ, X : Type ⊢ Θikind) = ΨKΘi (d)(Γ, X : Type ⊢ Θikind) pour 1 ≤ i ≤ n.
Démonstration. Preuve par induction sur les dérivations suivant le modèle des
preuves des lemmes 4.41 et 4.43.
Lemme 4.55. Les structures deΘ◦[A,C, z] etΦ♮[A,C, f, z] sont préservées après
application de la transformation Ψ relative à une dérivation d, autrement dit
Ψ(Θ◦[A,C, z]) = Θ◦[Ψ(A),Ψ(C),Ψ(z)] et
Ψ(Φ♮[A,C, f, z]) = Φ♮[Ψ(A),Ψ(C),Ψ(f),Ψ(z)]. Nous rappelons que
Θ◦[A,C, z] =df
(x1 : M1(A)) . . . (xn : Mn(A))(Φ
◦
i1
[A,C, xi1 ]) . . . (Φ
◦
ik
[A,C, xik ])C(z(x1, . . . , xn)),
et que
Φ♮[A,C, f, z] =df [x1 : A1] . . . [xn : An]f(z(x1, . . . , xn)).
Nous notons Ψ(t) le terme t dans lequel des coercions ont été insérées relative-
ment à une dérivation quelconque. Les égalités sont dans UTT r[R] par rapport à
un contexte approprié.
Démonstration. Nous prouvons ici que la structure de Θ◦[A,C, z] est préservée
après application de la transformation Ψ. Pour cela, il nous faut d’abord montrer
que la structure de Φ◦[A,C, z] est préservée après application de la transformation
Ψ. Rappelons que
Φ◦[A,C, z] =df (x1 : A1) . . . (xn : An)C(z(x1, . . . , xn)). La structure est préser-
vée s’il n’existe pas, dansΨ(Φ◦[A,C, z]), de coercion entreΨ(C) etΨ(z(x1, . . . , xn)),
entre Ψ(z) et Ψ(x1), . . ., et entre Ψ(z(x1, . . . , xn−1)) et Ψ(xn).
Vérifions qu’il n’existe pas de coercion entre Ψ(C) et Ψ(z(x1, . . . , xn)).
Nous savons par définition des opérateurs relatifs aux types inductifs que la sorte
161
de C est (A)Type et que la sorte de z(x1, . . . , xn) est A. Nous pouvons obtenir
les jugements de typage de ces termes par rapport à deux dérivations d et d′ et un
contexte Γ. Nous avons Γ
d
⊢ C : (A)Type et Γ
d′
⊢ z(x1, . . . , xn) : A. On suppose
que l’application entre C et z(x1, . . . , xn) est coercitive. En appliquant le lemme
4.26 à la dérivation d, on a les dérivations kl1(d), kl2(d) et kl3(d) des jugements
Γ ⊢ C : (A)Type, Γ ⊢ z(x1, . . . , xn) : A0 et Γ ⊢ A0 <c A respectivement.
En appliquant le lemme 4.56 à kl2(d) et d′, on a Ψd′(Γ ⊢ z(x1, . . . , xn) : A0) =
Ψkl2(d)(Γ ⊢ z(x1, . . . , xn) : A), et on peut en extraire à l’aide du lemme 4.50 le
jugement
(1) Ψd(Γ) ⊢ Ψkl2(d)(A0) = Ψd′(A).
De même que l’on peut obtenir grâce au lemme 4.50 l’égalité
Ψkl3(d)(Γ ⊢ A0 <c A) = Ψd(Γ ⊢ A0 <c A), et en extraire le jugement
(2) Ψd(Γ) ⊢ Ψkl2(d)(A0) <Ψkl3(d)(c) Ψd′(A).
Les jugement (1) et (2) étant dans UTT r[R]ok, cela nous mène à une contradiction
à cause du théorème 4.37. L’application entre C et z(x1, . . . , xn) n’est pas coerci-
tive, il n’y a donc pas de coercion entre Ψ(C) et Ψ(z(x1, . . . , xn)).
Nous poursuivons le même raisonnement pour montrer qu’il n’existe pas de coer-
cion entre Ψ(z) et Ψ(x1), . . ., et entre Ψ(z(x1, . . . , xn−1)) et Ψ(xn).
Nous pouvons affirmer que la structure de Φ◦[A,C, z] est préservée après applica-
tion de la transformationΨ, autrement ditΨ(Φ◦[A,C, z]) =df Φ◦[Ψ(A),Ψ(C),Ψ(z)].
En suivant un raisonnement analogue, nous prouvons que la structure deΘ◦[A,C, z]
est préservée après application de la transformation Ψ.
4.2.4.3 Ψ est totale
Lemme 4.56. Présumons que les conditions de cohérence soient satisfaites pour
le sous-typage. Soit d et d′ deux UTT r[R]−-dérivations du même jugement : a)
Γ ⊢ valid ou b) Γ ⊢ Kkind ; ou de deux jugements : c) Γ ⊢ k : K et
Γ ⊢ k : K ′.
Si Ψ(d) et Ψ(d′) sont définies alors on a dans UTT r :
a) Ψd(Γ ⊢ valid) = Ψd′(Γ ⊢ valid),
b) Ψd(Γ ⊢ Kkind) = Ψd′(Γ ⊢ Kkind),
c) Ψd(Γ ⊢ k : K) = Ψd′(Γ ⊢ k : K ′).
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Démonstration. Preuve par induction sur la somme des tailles des dérivations d
et d′.
Cas de base. Quand d et d′ sont des UTT r-dérivations, évident.
Pas d’induction.
a) Les deux dérivations se terminent par la règle 1.2.
Γ
d0
⊢ Kkind x /∈ FV (Γ)
d ≡ (1.2)
Γ, x : K ⊢ valid
Γ
d′0
⊢ Kkind x /∈ FV (Γ)
d′ ≡ (1.2)
Γ, x : K ⊢ valid
Par hypothèse d et d′ sont définies, d’où d0 et d′0 le sont également (lemme
4.40). Par hypothèse d’induction Ψd0(Γ ⊢ Kkind) = Ψd′0(Γ ⊢ Kkind).
Ψd0(Γ ⊢ Kkind) et Ψd′0(Γ ⊢ Kkind) étant les jugements finaux de Ψ(d0) et
Ψ(d′0) respectivement, alors Ψ(d0) ∼ Ψ(d
′
0). Par définition de Ψ(d) et Ψ(d
′),
et toujours à l’aide du lemme 4.40 nous pouvons conclure que Ψ(d) ∼ Ψ(d′)
et donc Ψd(Γ, x : K ⊢ valid) = Ψd′(Γ, x : K ⊢ valid).
b) La dernière règle d’une UTT r-dérivation d’un jugement de la forme Γ ⊢
Kkind est déterminée par la structure de la sorteK. SiK est une sorte-produit,
cette dernière règle sera la règle 5.1. Si K est une El-sorte, la dernière règle
sera la règle 4.2.
Le lemme 4.33 nous permet d’affirmer que seuls les cas suivants sont pos-









⊢ A : Type
d′ ≡ (4.2)
Γ ⊢ El(A)kind
Par hypothèse d et d′ sont définies, d’où d0 et d′0 le sont également (lemme
4.40). Par hypothèse d’inductionΨd0(Γ ⊢ A : Type) = Ψd′0(Γ ⊢ A : Type).
Ψd0(Γ ⊢ A : Type) et Ψd′0(Γ ⊢ A : Type) étant les jugements finaux
de Ψ(d0) et Ψ(d′0) respectivement, alors Ψ(d0) ∼ Ψ(d
′
0). Par définition de
Ψ(d) et Ψ(d′), et toujours à l’aide du lemme 4.40 nous pouvons conclure
que Ψ(d) ∼ Ψ(d′) et donc Ψd(Γ ⊢ El(A)kind) = Ψd′(Γ ⊢ El(A)kind).
• cas 5.1/5.1
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Γ ⊢ (x : K1)K2kind




Γ ⊢ (x : K1)K2kind
Par une démonstration analogue à celle utilisée pour les cas précédents,
nous démontrons que Ψ(d) ∼ Ψ(d′) et donc Ψd(Γ, x : K1 ⊢ K2kind) =
Ψd′(Γ, x : K1 ⊢ K2kind).
c) Les combinaisons suivantes sont à considérer : 1.3/1.3 ; 3.1/- ; 5.3/5.3 ; 5.5/5.5 ;
CA.1/CA.1. Notons que la combinaison 5.5/CA.1 ne peut se produire si notre
système est cohérent.
Pour illustration, nous réalisons la preuve des cas suivants :
• cas 1.3/1.3




Γ, x : K,Γ′ ⊢ x : K




Γ, x : K,Γ′ ⊢ x : K
Par une démonstration analogue à celle utilisée pour les cas précédents,
nous démontrons que Ψ(d) ∼ Ψ(d′) et donc Ψd(Γ, x : K,Γ′ ⊢ x : K) =
Ψd′(Γ, x : K,Γ
′ ⊢ x : K).
• cas 3.1/-
Ψ(d) étant définie, il en est de même pour Ψ(d1) et Ψ(d2). On applique
l’hypothèse d’induction à d1 et d′, ce qui donne :
(I) Ψd1(Γ ⊢ k : K
′′) = Ψd′(Γ ⊢ k : K
′).
Nous devons prouver que l’égalité suivante est dérivable :
(II)Ψd1(Γ ⊢ k : K
′′) = Ψd(Γ ⊢ k : K).
Afin de le démontrer, il nous faut pour cela prouver les égalités suivantes :
(1) ⊢ Ψd1(Γ) = Ψd(Γ),
(2) Ψd1(Γ) ⊢ Ψd1(K
′′) = Ψd(K),
(3) Ψd1(Γ) ⊢ Ψd1(k) = Ψd(k) : Ψd1(K
′′).
Montrons (1) ⊢ Ψd1(Γ) = Ψd(Γ). On obtient ce jugement par définition de
Ψ(d).
Montrons (2) Ψd1(Γ) ⊢ Ψd1(K
′′) = Ψd(K).
Par définition de Ψ(d), nous sommes en mesure de trouver des dérivations
















′′) Ψd1(Γ) ⊢ Ψd2(K
′′) = Ψd2(K) (2.3)
Ψd1(Γ) ⊢ Ψd1(K
′′) = Ψd2(K)
Montrons (3) Ψd1(Γ) ⊢ Ψd1(k) = Ψd(k) : Ψd1(K
′′).
On sait, par définition de Ψ(d) que Ψd(Γ ⊢ k : K) = Ψd1(Γ) ⊢ Ψd1(k) :
Ψd2(K), ainsi que Ψd(Γ ⊢ k : K) = Ψd1(Γ) ⊢ Ψd(k) : Ψd2(K).
On peut construire la dérivation h3 ≡
Ψd1(Γ) ⊢ Ψd1(k) : Ψd2(K) (2.4)
Ψd1(Γ) ⊢ Ψd1(k) = Ψd1(k) : Ψd2(K)
Ψd1(Γ) ⊢ Ψd(k) : Ψd2(K) (2.4)
Ψd1(Γ) ⊢ Ψd(k) = Ψd(k) : Ψd2(K) (2.6)
Ψd1(Γ) ⊢ Ψd1(k) = Ψd(k) : Ψd2(K)
On a aussi h4 ≡
Ψd1(Γ)
h3




′′) = Ψd2(K) (2.2)





⊢ Ψd1(k) = Ψd(k) : Ψd1(K
′′)
Sachant que :
(I) Ψd1(Γ ⊢ k : K
′′) = Ψd′(Γ ⊢ k : K
′) et
(II)Ψd1(Γ ⊢ k : K
′′) = Ψd(Γ ⊢ k : K), on peut conclure que Ψd(Γ ⊢ k :
K) = Ψd′(Γ ⊢ k : K
′).
Theorème 4.57 (Ψ est totale). Si R est cohérent, alors la transformation Ψ est
définie pour toute dérivation dans UTT r[R].
Démonstration. Preuve par induction sur la taille des dérivations. Comme nous
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l’avons vu lors de la définition de la transformation Ψ, les UTT r-égalités qui
doivent être insérées sont contenues dans les égalités entre certains jugements
présupposés des prémisses.
Cas de base.Pour toutes UTT r[R]ok-dérivation d, par définition Ψ(d) est défi-
nie et Ψ(d) = d.
Pas d’induction. Pour la plupart des cas, les théorèmes 4.24 et 4.48 ainsi que
le lemme 4.56 suffisent pour prouver le pas d’induction. Certains cas comme ceux
des règles SK.4, ϑ-eq, E-eq requiert d’avantage d’efforts.
• Considérons le cas d ≡ Γ
d1
⊢ k = k′ : K Γ
d2
⊢ k′ = k′′ : K (2.6)
Γ ⊢ k = k′′ : K
Γ1
Ψ(d1)
⊢ k1 = k′1 : K1
Γ1
?1









⊢ Γ2 = Γ1
(3.3)
Γ1 ⊢ k′2 = k
′′
2 : K2 Γ1
?3
⊢ K2 = K1
(3.2)
Γ1 ⊢ k′2 = k
′′
2 : K1 (2.6)




Γ1 ⊢ k1 = k′′2 : K1
Notons que Ψd1(Γ ⊢ k = k
′ : K) ≡ Γ1 ⊢ k1 = k
′
1 : K1 et
Ψd2(Γ ⊢ k




2 : K2. Il nous suffit de prouver
l’égalité Ψd1(Γ ⊢ k
′ : K) = Ψd2(Γ ⊢ k
′ : K) pour démontrer que les
égalités dénotées par ?1, ?2 et ?3 sont dérivables dans UTT r.
Par hypothèse d’induction,Ψ(d1) etΨ(d2) sont définies. Grâce au théorème
4.24, nous savons que les dérivations r=(d1) et l=(d2) du même jugement
Γ ⊢ k′ : K sont définies. En appliquant le lemme 4.56 à r=(d1) et l=(d2),
on a :
(1) Ψr=(d1)(Γ ⊢ k
′ : K) = Ψl=(d2)(Γ ⊢ k
′ : K).
De plus le théorème 4.48 nous permet d’avoir les égalités :
(2) Ψr=(d1)(Γ ⊢ k
′ : K) = Ψd1(Γ ⊢ k
′ : K) et
(3) Ψl=(d2)(Γ ⊢ k
′ : K) = Ψd2(Γ ⊢ k
′ : K). On peut conclure à partir des
égalités (1), (2) et (3) que Ψd1(Γ ⊢ k
′ : K) = Ψd2(Γ ⊢ k
′ : K) ou encore
Γ1 ⊢ k
′
1 : K1 = Γ2 ⊢ k
′
2 : K2. Cette égalité contient les trois égalités
recherchées, à savoir ?1, ?2 et ?3.
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• Considérons le cas d ≡ PSCHX(Θ¯) Γ, X : Type
d0
⊢ Θikind (C-M)
Γ ⊢MX [Θ¯] : Type
1 ≤ i ≤ n.
Nous avons PSCHX(Θ¯0) Γ0, X0 : Type
Ψ(d0)
⊢ Θ0ikindΨ(d) ≡ (C-M)
Γ0 ⊢M
X [Θ¯0] : Type
1 ≤ i ≤ n.
Notons que Ψd0(Γ, X : Type ⊢ Θikind) ≡ Γ0, X0 : Type ⊢ Θ0ikind
et Ψ(Θ¯) ≡ Θ¯0.
Il nous faut juste démontrer qu’on a PSCHX(Θ¯0), ce que nous permet le
lemme 4.53.
• Considérons le cas
d ≡ Γ
d1
⊢ Q′ <c′ Q Γ, x
′ : Q′
d2
⊢ [c′(x′)/x]K <c′′ K




Γ ⊢ (x : Q)K <c (x
′ : Q′)K ′
avec c ≡ [f : (x : Q)K][x′ : Q′]c′′(f(c′(x′))).
Considérons la dérivation D2 ≡






⊢ Γ2, x′ : Q′2 = Γ1, x
′ : Q′1
(3.3)
















ainsi que D3 ≡




⊢ Γ3, x : Q3 = Γ1, x : Q1 (3.3)
Γ1, x : Q1 ⊢ K3kind






























′ : Q′ ⊢ [c′(x′)/x]K <c′′ K
′) ≡ Γ2, x





Ψd3(Γ, x : Q ⊢ Kkind) ≡ Γ3, x : Q3 ⊢ K3kind.
Les égalités ?1 et ?3 sont contenues dans
Ψd1(Γ ⊢ Q
′kind) = Ψd2(Γ ⊢ Q
′kind), Ψd1(Γ, x : Q ⊢ valid) =
Ψd3(Γ, x : Q ⊢ valid). Nous prouvons ces égalités par une méthode si-
milaire à celle employée pour le cas 2.6.
La difficulté apparaît pour trouver une dérivation correspondante à ?2.
Le théorème 4.24 nous permet de considérer la dérivation Γ, x′ : Q′
h2
⊢
[c′(x′)/x]Kkind, avec h2 ≡ l<(d2).
Nous savons grâce au lemme 4.48 que Ψ(h2) est définie et que :
Ψh2(Γ, x
′ : Q′ ⊢ [c′(x′)/x]Kkind) = Ψd2(Γ, x
′ : Q′ ⊢ [c′(x′)/x]Kkind),
donc on a :
(1) Ψh2(Γ, x




Considérons aussi la dérivation suivante :
Γ, x : Q
d3




Γ, x′ : Q′, x : Q ⊢ Kkind
Γ
h1




Γ, x′ : Q′ ⊢ c′ : (Q′)Q




Γ, x′ : Q′ ⊢ x′ : Q′
(5.5)
Γ, x′ : Q′ ⊢ c′(x′) : Q
(6.2)
Γ, x′ : Q′ ⊢ [c′(x′)/x]Kkind
avec h1 ≡ co(d1), h′2 ≡ VΓ1(d2). Appelons h la dérivation obtenue par
élimination de (wkn) et de (6.2) de la dérivation ci-dessus. A partir de cette
dérivation, grâce au théorème 4.48 et au lemme 4.47 on peut montrer que
Ψ(h) est définie et que





et de l’autre côté en appliquant le lemme 4.56 à h2 et h on a
(3)Ψh2(Γ, x
′ : Q′ ⊢ [c′(x′)/x]Kkind) = Ψh(Γ, x′ : Q′ ⊢ [c′(x′)/x]Kkind).
On obtient à partir des égalités (1), (2) et (3) l’égalité :
Γ1, x
′ : Q′1 ⊢ [c
′
1(x
′)/x]K3kind) = Γ2, x′ : Q′2 ⊢ [c
′(x′)/x]K2kind. Cette




[c′(x′)/x]K2, et en lui appliquant la règle (2.2) on obtient une dérivation du
jugement recherché à savoir :
Γ1, x





• Considérons le cas d ≡
Γ
d1






σ(n)[Θ¯m]) : (Fn)Fm Γ
d3
⊢ k : Fn
(ϑ-eq)




σ(n)[Θ¯m])(k)) = E[Θ¯n](C2, aσ(1), ..., aσ(n))(k) : A
Comme indiqué lors de la définition de la transformation Ψ pour le cas de
la règle ϑ-eq, il nous faut prouver les égalités suivantes :
Ψd1(Γ ⊢ Fmkind) = Ψd2(Γ ⊢ Fmkind), Ψd1(Γ ⊢ valid) = Ψd3(Γ ⊢
valid) et Ψd2(Γ ⊢ Fnkind) = Ψd3(Γ ⊢ Fnkind).
1. Démontrons l’égalité Ψd1(Γ ⊢ Fmkind) = Ψd2(Γ ⊢ Fmkind).
Les algorithmes kd et P_ nous permettent de dériver le jugement Γ
P_(kd(d1))
⊢
Fmkind. Le théorème 4.48 et le lemme 4.49 nous permettent d’obtenir
(1) ΨP_(kd(d1))(Γ ⊢ Fmkind) = Ψd1(Γ ⊢ Fmkind).
Les algorithmes kd et P′_ nous permettent de dériver le jugement Γ, x :
Fn
P′_(kd(d2))
⊢ Fmkind. Le théorème 4.48 et le lemme 4.49 nous per-
mettent d’obtenir
(2) ΨP′_(kd(d2))(Γ, x : Fn ⊢ Fmkind) = Ψd2(Γ, x : Fn ⊢ Fmkind).
Nous rappelons que nous pouvons dériver le jugement Γ ⊢ Fmkind de
la manière suivante :
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⊢ k : FnD1 ≡ (6.2)Γ ⊢ Fmkind
car x /∈ FV (Fm).
On a donc l’égalité :
(3) ΨD1(Γ ⊢ Fmkind) = Ψd2(Γ ⊢ Fmkind).
De plus, en appliquant le lemme 4.56 à P_(kd(d1)) et D1, on obtient :
(4) ΨP_(kd(d1))(Γ ⊢ Fmkind) = ΨD1(Γ ⊢ Fmkind).
Des égalités (1), (2), (3), (4) nous obtenons : Ψd1(Γ ⊢ Fmkind) =
Ψd2(Γ ⊢ Fmkind).
2. Par un raisonnement analogue, nous démontrons les égalités :
Ψd1(Γ ⊢ valid) = Ψd3(Γ ⊢ valid) et Ψd2(Γ ⊢ Fnkind) =
Ψd3(Γ ⊢ Fnkind).
• Considérons le cas d ≡




⊢ C : (MX [Θ¯])Type
Γ
d3i
⊢ fi : Θ
◦
i [M
X [Θ¯], C, ιXi [Θ¯]] Γ
d4j
⊢ aj :Mj(M
X [Θ¯]) 1 ≤ j ≤ m 1 ≤ i ≤ n
Γ ⊢ EX [Θ¯](C, f¯ , ιXi [Θ¯](a¯)) = fi(a¯,Φ
♮
1[M
X [Θ¯], C,EX [Θ¯](C, f¯), a1], . . . ,Φ
♮
k[M




Avec Θ¯ de la forme < Θ1, . . . ,Θn >, f¯ qui représente f1, . . . , fn, a¯ qui
représente a1, . . . , am et ARITYX(Θ) ≡ Φ1, . . . ,Φk. Rappelons que Θi est
de la forme (x1 : M1) . . . (xm : Mm)X
Afin de prouver que Ψ(d) est définie, nous devons montrer que :
1. Les structures de PSCHX(Θ¯), Θ
◦
i [M
X [Θ¯], C, ιXi [Θ¯]] et
Φ♮1[M
X [Θ¯], C, EX [Θ¯](C, f¯), a1], . . . ,Φ
♮
k[M
X [Θ¯], C, EX [Θ¯](C, f¯), ak]
demeurent inchangées après l’application de la transformation Ψ ;
2. Ψd1i (Γ, X : Type ⊢ Θikind) = Ψd2(Γ, X : Type ⊢ Θikind) ;
3. Ψd1i (Γ, X : Type ⊢ Θikind) = Ψd3i (Γ, X : Type ⊢ Θikind) ;
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4. Pour toutes les occurrences de C dans Γ
d3i
⊢ fi : Θ
◦
i [M
X [Θ¯], C, ιXi [Θ¯]],
nous avons les égalités Ψd2(C) = Ψd3i (C) ;
5. Ψd1i (Γ ⊢Mj(M
X [Θ¯])kind) = Ψd4j (Γ ⊢Mj(M
X [Θ¯])kind).
Démontrons maintenant les points cités plus haut.




X [Θ¯], C, ιXi [Θ¯]] et
Φ♮1[M
X [Θ¯], C, EX [Θ¯](C, f¯), a1], . . . ,Φ
♮
k[M
X [Θ¯], C, EX [Θ¯](C, f¯), ak]
demeurent inchangées après l’application de la transformation Ψ.
2. Démontrons les égalités :
Ψd1i (Γ, X : Type ⊢ Θikind) = Ψd2(Γ, X : Type ⊢ Θikind).
A partir de la dérivation d2, nous pouvons obtenir les dérivationsKΘi(El
−(P_(kd(d2))))
des jugements Γ, X : Type ⊢ Θikind).
Le théorème 4.48 et le lemme 4.49 nous permettent d’obtenir
(1)ΨKΘi (El−(P_(kd(d2))))(Γ, X : Type ⊢ Θikind) = Ψd2(Γ, X : Type ⊢
Θikind).
De plus, en appliquant le lemme 4.56 àKΘi(El
−(P_(kd(d2)))) et d1i ,
on obtient
(2)ΨKΘi (El−(P_(kd(d2))))(Γ, X : Type ⊢ Θikind) = Ψd1i (Γ, X : Type ⊢
Θikind).
On peut donc déduire que pour 1 ≤ i ≤ n
Ψd2(Γ, X : Type ⊢ Θikind) = Ψd1i (Γ, X : Type ⊢ Θikind).
3. Démontrons maintenant les égalités :
Ψd1i (Γ, X : Type ⊢ Θikind) = Ψd3i (Γ, X : Type ⊢ Θikind),
Ces égalités sont démontrées en employant une méthode quasi-similaire
à la méthode employée pour démontrer les égalités précédentes.
4. Nous cherchons à démontrer ici que pour toutes occurrences deC dans
Γ
d3i
⊢ fi : Θ
◦
i [M




– Nous rappelons tout d’abord queΘi est de la forme (x1 : M1), . . . , (xm :
Mm)X , que< Φi1 , . . . ,Φik > est la sous séquence de< M1, . . . ,Mm >
des opérateurs strictement positifs et que Φiv est de la forme (yiv1 :
Piv1 ), . . . , (yivp : Pivp )X , (1 ≤ v ≤ k).
– Nous rappelons également que la sorte de fi, à savoirΘ◦i [M
X [Θ¯], C, ιXi [Θ¯]]
est de la forme (x1 : M1(MX [Θ¯])) . . . (xn : Mn(MX [Θ¯]))
(Φ◦i1 [M
X [Θ¯], C, xi1 ]) . . . (Φ
◦
ik
[MX [Θ¯], C, xik ])
C(ιXi [Θ¯](x1, . . . , xn)) ; avec
Φ◦iv [M
X [Θ¯], C, xiv ] =df (yiv1 : Piv1 ) . . . (yivp : Pivp )C(xiv(yiv1 , . . . , yivp )).
Commençons par la première occurrence de C.
Pour cela cherchons une dérivation de :
Γ, x1 : M1(M
X [Θ¯]), . . . , xm : Mm(M
X [Θ¯]), yi11 : Pi11 , . . . , yi1p :
Pi1p ⊢ xi1(yi11 , . . . , yi1p ) : M
X [< Θ1, . . . ,Θn >].
A partir des dérivations d1i et de PSCHX(Θ¯), on peut dériver, en ap-
pliquant les algorithmes adéquats :
Γ ⊢ Θi(M
X [Θ¯])kind. Autrement dit
Γ ⊢ (x1 : M1), . . . , (xm : Mm)(M
X [Θ¯])kind.
On peut ensuite obtenir Γ, x1 : M1(MX [Θ¯]), . . . , xm : Mm(MX [Θ¯]) ⊢
xi1 : Φi1(M
X [Θ¯])kind, ce qui équivaut à
Γ, x1 : M1(M
X [Θ¯]), . . . , xm : Mm(M
X [Θ¯]) ⊢ xi1 : (yi11 : Pi11 ), . . . , (yi1p :
Pi1p )(M
X [Θ¯]).
De même, on peut également construire les dérivations :
Γ, x1 : M1(M
X [Θ¯]), . . . , xm : Mm(M
X [Θ¯]), yi11 : Pi11 , . . . , yi1p :
Pi1p ⊢ yi1w : Pi1w (1 ≤ w ≤ p).
On peut donc construire à partir des dérivations d1i une dérivation D2
du jugement :
Γ, x1 : M1(M
X [Θ¯]), . . . , xm : Mm(M
X [Θ¯]), yi11 : Pi11 , . . . , yi1p :
Pi1p ⊢ xi1(yi11 , . . . , yi1p ) : M
X [< Θ1, . . . ,Θn >].
Cherchons maintenant une dérivation D1 du jugement :
Γ, x1 : M1(M
X [Θ¯]), . . . , xm : Mm(M
X [Θ¯]), yi11 : Pi11 , . . . , yi1p :
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Pi1p ⊢ C(xi1(yi11 , . . . , yi1p )) : Type.
Pour chaque dérivation d3i , en utilisant les algorithmes concernant
les jugements présupposés appropriés, nous sommes en mesure de
construire la dérivation D1.
En conséquence du lemme 4.55 qui stipule que la structure deΘ◦i [M
X [Θ¯], C, ιXi [Θ¯]]
est préservée après application de Ψ, nous pouvons affirmer que l’ap-
plication entre C et xi1(yi11 , . . . , yi1p ) n’est pas coercitive. Connais-
sant également la dérivation D2, nous sommes donc en mesure d’ap-
pliquer le lemme 4.26 et avoir une dérivation kl1(D1) du jugement
Γ, x1 : M1(M
X [Θ¯]), . . . , xm : Mm(M
X [Θ¯]), yi11 : Pi11 , . . . , yi1p :
Pi1p ⊢ C : (M
X [Θ¯])Type.
En appliquant le théorème 4.48, le lemme 4.49, le lemme 4.50, ainsi
que le lemme 4.56 à kl2(D1) et D2 on obtient les égalités suivantes :
(1)Ψkl1(D1)(Γ, x1 : M1(M
X [Θ¯]), . . . , xm : Mm(M
X [Θ¯]), yi11 : Pi11 , . . . , yi1p :
Pi1p ⊢ C : (M
X [Θ¯])Type) =
ΨD1(Γ, x1 : M1(M
X [Θ¯]), . . . , xm : Mm(M
X [Θ¯]), yi11 : Pi11 , . . . , yi1p :
Pi1p ) ⊢ ΨD1(C) : (ΨD2(M
X [Θ¯]))Type.
A l’aide de la règle (wkn), on construit à partir de d2, la dérivation d′2
de
Γ, x1 : M1(M
X [Θ¯]), . . . , xm : Mm(M
X [Θ¯]), yi11 : Pi11 , . . . , yi1p :
Pi1p ⊢ C : (M
X [Θ¯])Type. Par conséquent on a :
(2)Ψd2(Γ, x1 : M1(M
X [Θ¯]), . . . , xm : Mm(M
X [Θ¯]), yi11 : Pi11 , . . . , yi1p :
Pi1p ⊢ C : (M
X [Θ¯])Type) =
Ψd′2(Γ, x1 : M1(M
X [Θ¯]), . . . , xm : Mm(M
X [Θ¯]), yi11 : Pi11 , . . . , yi1p :
Pi1p ⊢ C : (M
X [Θ¯])Type).
En appliquant le lemme 4.56 à kl1(D1) et d′2 on obtient :
(3)Ψkl1(D1)(Γ, x1 : M1(M
X [Θ¯]), . . . , xm : Mm(M
X [Θ¯]), yi11 : Pi11 , . . . , yi1p :
Pi1p ⊢ C : (M
X [Θ¯])Type) =
Ψd′2(Γ, x1 : M1(M
X [Θ¯]), . . . , xm : Mm(M
X [Θ¯]), yi11 : Pi11 , . . . , yi1p :
Pi1p ⊢ C : (M
X [Θ¯])Type).
Après analyse des dérivations D1 et D2 nous pouvons affirmer que :
(4)ΨD1(Γ, x1 : M1(M
X [Θ¯]), . . . , xm : Mm(M
X [Θ¯]), yi11 : Pi11 , . . . , yi1p :
Pi1p ) =
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Ψd3i (Γ, x1 : M1(M
X [Θ¯]), . . . , xm : Mm(M
X [Θ¯]), yi11 : Pi11 , . . . , yi1p :
Pi1p ), que
(5) ΨD1(C) = Ψd3i (C), et que
(6) ΨD2(M
X [< Θ1, . . . ,Θn >]) =
MX [< Θ′1, . . . ,Θ
′
n >], avec pour 1 ≤ i ≤ n, Θ
′
i ≡ Ψd1i (Θi).
Nous pouvons conclure, à partir des égalités (1), (2), (3), (4), (5) et (6),
l’égalité :
Ψd2(Γ, x1 : M1(M
X [Θ¯]), . . . , xm : Mm(M
X [Θ¯]), yi11 : Pi11 , . . . , yi1p :
Pi1p ⊢ C : (M
X [Θ¯])Type) =
Ψd3i (Γ, x1 : M1(M
X [Θ¯]), . . . , xm : Mm(M
X [Θ¯]), yi11 : Pi11 , . . . , yi1p :
Pi1p ⊢ Ψd3i (C) : (M
X [< Θ′1, . . . ,Θ
′
n >])Type, d’où
Ψd2(C) = Ψd3i (C).
Nous procédons de la même manière pour les autres occurrences des
C.
5. Montrons maintenant que Ψd1i (Γ ⊢ Mj(M
X [Θ¯])kind) = Ψd4j (Γ ⊢
Mj(M
X [Θ¯])kind).
A partir de la dérivation d1i , à l’aide des algorithmes sur les jugements
présupposés et des règles de substitution, nous sommes en mesure de
dériver les jugements
Γ ⊢Mj(M
X [Θ¯])kind, pour 1 ≤ j ≤ m.




Les théorèmes 4.48 et 4.56, ainsi que le lemme 4.49, nous permettent
de conclure.
4.2.5 Conservativité
Theorème 4.58 (Conservativité). Soit J un jugement dérivable dans UTT r[R]. Si
R est cohérent et si J n’est pas un jugement de sous-typage ou de sous-sorte, alors
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J est dérivable dans UTT r si et seulement si il existe une UTT r[R]-dérivation d
telle que Ψd(J) ≡ J .
Ce théorème reste valable si à la place de UTT r on considère UTT r[R]o ou
UTT r[R]ok et J étant respectivement un jugement de sous-typage ou de sous-
sorte.
Démonstration. L’implication de la gauche vers la droite est triviale. En effet si
J est dérivable dans UTT r, alors il existe une UTT r-dérivation de J qui est for-
cément une UTT r[R]-dérivation. Cette dérivation ne contient donc pas de règle
d’application coercitive et par définition de Ψ on a Ψd(J) ≡ J .
Voyons maintenant l’implication de la droite vers la gauche. Supposons qu’il
existe une UTT r[R]-dérivation d de J telle que Ψd(J) ≡ J . J n’étant pas un
jugement de sous-typage ou de sous-sorte, on peut facilement constater que Ψ(d)
est une dérivation de J dans UTT r. (Notons que Ψd(J) est le jugement final de
Ψ(d)).
Si J est un jugement de sous-typage ou de sous-sorte, alors Ψ(d) est respective-
ment une UTT r[R]o-dérivation de J ou une UTT r[R]ok-dérivation de J .
Remarque 4.59. Le théorème 4.58 nous permet de conclure sur la conservativité
de UTT r par rapport à UTT r[R]. Nous rappelons que UTT r[R]o est une exten-
sion conservative de UTT r et que UTT r[R]ok est une extension conservative de
UTT r[R]o.
Si le jugement J est dérivable dans UTT r[R] et ne contient pas d’application
coercitive, on prend une de ses dérivations et on lui applique Ψ. Quelque soit la
dérivation d du jugement J , on a Ψd(J) ≡ J (théorème 4.58) et on sait que Ψ(d)
est dans UTT r[R]o, UTT r[R]ok ou UTT r. On peut conclure que le jugement J
est dérivable respectivement dans UTT r[R]o, UTT r[R]ok ou UTT r selon que J
soit un jugement de sous-typage, un jugement de sous-sorte ou aucun des deux.




Pour rappel, cette thèse se situe dans le cadre de l’étude d’un système aux
types dépendants, lequel est enrichi par la notion de sous-typage coercitif.
Les travaux de cette thèse s’inscrivent dans la continuité des travaux menés
dans [SC03], dans lesquels la possibilité d’ajout de réductions non standards au
sein du λ-calcul simplement typé, est étudiée. Dans notre cas, nous nous intéres-
sons à un système intégrant entre autre des types dépendants, des types inductifs,
un univers imprédicatif des propositions ainsi qu’un univers prédicatif, à savoir le
système UTT . Dans un premier temps, nous avons ajouté au système UTT une
réduction concernant une égalité extensionnelle pour les fonctions entre types fi-
nis, la ϑ-réduction. Nous avons nommé ce nouveau système UTT r. Ajouter des
réductions à une théorie de types, comporte les risques que les propriétés de nor-
malisation forte, de préservation du type et de confluence ne soient plus véri-
fiées. C’est pour cela que nous avons suivi et adapté la méthode développée dans
[Gog94] afin de garantir que les propriétés en question sont toujours préservées
pour le système UTT r. Un des intérets de UTT r par rapport à la ϑ-réduction,
est qu’il va grandement améliorer l’efficacité des calculs pour un fragment du
système, celui des types finis.
Dans un second temps, nous nous sommes intéressés à l’enrichissement de
UTT r par la notion de sous-typage coercitif, à savoir le système UTT r[R]. Le
sous-typage coercitif étant vu comme un mécanisme d’abréviation, il a été pri-
mordial de garantir la conservativité de UTT r[R] par rapport UTT r. Nous avons
donc réalisé la preuve de conservativité de UTT r[R] par rapport UTT r, preuve
qui présente un double intérêt. En effet, UTT r n’est autre que UTT auquel la
règle d’égalité ϑ-eq a été rajoutée. De ce fait, la preuve de conservativité de
UTT r[R] par rapport UTT r, nous fournit également une preuve la conservati-
vité de UTT [R] par rapport UTT . Un autre effet de l’ajout de la ϑ-réduction, est
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d’augmenter l’ensemble des systèmes de coercions cohérents. Voyons l’exemple
qui suit.
Exemple 4.60. Prenons les types finis F2, F3, F4, et F5 de même que les coer-
cions :
• c1 ≡ E[Θ¯3]([y : F3]F5, 1F5 , 2F5 , 3F5 ) : (F3)F5, avec (∀iF3 : F3, c1(iF3 ) = iF5 )
• c2 ≡ E[Θ¯2]([z : F2]F3, 1F3 , 2F3 ) : (F2)F3, avec (∀iF2 : F2, c2(iF2 ) = iF3 )
• c3 ≡ E[Θ¯4]([y : F4]F5, 1F5 , 2F5 , 3F5 , 4F5 ) : (F4)F5, avec (∀iF4 : F4, c3(iF4 ) = iF5 ) et
• c4 ≡ E[Θ¯2]([z : F2]F4, 1F4 , 2F4 ) : (F2)F4, avec (∀iF2 : F2, c4(iF2 ) = iF4 )










En effet, nous avons :
c1 ◦ c2(x) ϑ h(x) et c3 ◦ c4(x) ϑ h(x), avec
h ≡ E[Θ¯2]([x : F2]F5, 1F5 , 2F5) : (F2)F5.
Ce système est cohérent dans UTT r[R], car grâce à la ϑ-réduction, nous avons
c1 ◦ c2(x) = c3 ◦ c4(x).
4.4 Perspectives
Comme nous l’avons déjà précisé, l’intérêt d’un système comme UTT r[R] est
qu’il permettra aux assistants à la preuve de gagner grandement en efficacité pour
un fragment du calcul qui concerne les types finis. Ce fait est dû à l’ajout de la
ϑ-réduction qui, non seulement facilitera les calcul pour les fonctions entre types
finis mais autorisera également davantage de systèmes de coercions cohérents. La
suite de ce travail se situe naturellement dans le développement d’implémenta-
tions. De plus, les perspectives de recherches ultérieures dans un cadre théorique
sont nombreuses. Il serait tout d’abord intéressant de poursuivre l’étude de la pos-
sibilité d’ajout des autres réductions étudiées dans [SC03], dans un système aux
types dépendants tel que le notre. Notre attention se porte déjà sur la réduction
concernant les copies. Il serait également très utile de pouvoir explorer la ques-
tion de la conservativité de manière générale pour toutes les théories déclarées
dans LF . Cela passerait évidemment par la définition formelle de la sous-classe
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A.1 Le système UTT S
Dans son chapitre 4, Goguen propose une sémantique opérationnelle pour le
système UTT afin d’étudier les propriétés de ce dernier. Les réductions non-
typées fournissent une sémantique opérationnelle naturelle pour les théories de
types. Cependant, les réductions non-typées ne prennent pas en compte les infor-
mations sur le typage malgré l’importance de la relation entre les égalités calcu-
latoires et le typage. De plus, elles ne donnent pas d’informations sur les objets
canoniques c’est-à-dire les objets en forme normale incluant les constantes et les
variables. Il introduit la sémantique opérationnelle typée qui définit une réduc-
tion vers la forme normale pour les termes qui sont bien typés dans la théorie
des types. Il étudie une sémantique opérationnelle spécifique liée à la notion de
réduction pour le calcul UTT .
En premier lieu, Goguen introduit plusieurs notions sur les termes qui seront
importantes dans la présentation de UTT S .
Définition A.1. Soit R une relation de récriture sur les termes, la réduction R
est sa fermeture contextuelle.
Définition A.2 (Réductions non typées). On introduit les relations de récriture
suivantes :
• ([x : A1]M0)(M2) β [M2/x]M0 ;
• [x : A1]M(x) η M x 6∈ FV (M) ;
• E∀(A1, P1, R, f,Λ(A2, P2, g)) o f(g) ;
• EX [Θ¯1](C, f¯ , ι
X
i [Θ¯2](a¯)) o fi(a¯,Φ
♮
i1
[MX [Θ¯3], C, E
X [Θ¯3](C
′, f¯ ′), ai], . . . ) ;
• T (prop) o Prop ;
• T (prf(P )) o Prf(P ) ;
• T (µX [Θ¯]) o MX [Θ¯].
On note , pour désigner la fermeture contextuelle de toutes les récritures précé-
dentes. Un termeM est un rédex s’il existe N tel queMβηoN .
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Définition A.3. On note M +R N , pour la fermeture transitive de la réduction
R etM ∗R N , pour la fermeture réflexive transitive de R.
Définition A.4. Un terme est fortement normalisant, si toute séquence de réduc-
tion partant de ce terme termine.
Définition A.5 (Pre-redex). On dit qu’un termeM est un full pre-redex, siM est
une abstraction ou de la forme E∀(A,P,R, f), EX [Θ¯](C, f¯) ou T .
SiM est un full pre-redex et queM n’est pas une abstraction, alors on dit que
M est un object-level full pre-redex.
Un terme qui est un full pre-redex ou un sous-terme de E∀(A,P,R, f) ou
EX [Θ¯](C, f¯), est un pre-redex.
Définition A.6 (terme de base). On définit la notion de terme de base inductive-
ment de la manière suivante :
• les variables sont des termes de base ;
• siM1 est un terme de base, alorsM1(M2) est un terme de base ;
• si M2 est un terme de base et M1 est un object-level full pre-redex, alors
M1(M2) est un terme de base.
Définition A.7 (Forme normale de tête faible). Un termeM est en forme normale
de tête faible, siM est un terme de base ou un pre-redex.
Définition A.8 (Forme normale). Un terme M ou une sorte A est en forme nor-
male si :
• M est une variable ;
• A ≡ (x : A1)A2 où A1 et A2 sont en forme normale ;
• M ≡ [x : A1]M0 où A1 est en forme normale etM0 est normal et pas de la
forme N(x) avec x 6∈ FV (N) ;
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• M ≡M1(M2) oùM1 etM2 sont en forme normale etM1(M2) n’est pas un
redex ;
• A ≡ Type ;
• A ≡ El(M) etM est en forme normale ;
• M est une constante ;
• siM ≡ κX [Θ¯], où Θi est en forme normale pour 1 ≤ i ≤ n.
A cause de la présence des règles de substitution qui sont admissibles, le sys-
tème UTT n’est pas le plus pratique pour raisonner. Goguen introduit donc le
calcul UTT− dont les jugements sont les mêmes que ceux de UTT , mais qui ne
contient pas de règles de substitution. Le symbole ⊢− est employé pour indiquer
qu’un jugement a été dérivé dans UTT−.
Goguen commence donc par prouver la complétude de UTT par rapport à
UTT−.
Lemme A.9 (Complétude de UTT par rapport à UTT−). Si le jugement Γ ⊢− J
est dérivable, alors Γ ⊢ J est dérivable.
Goguen poursuit en définissant les formes de jugement pour UTT ainsi que
leurs significations intuitives qui sont les suivantes :
• Γ ⊢S valid signifie Γ est un contexte valide ;
• Γ ⊢S A
nf
−→ B, signifie que la sorte A admet une forme normale qui est la
sorte B et que A et B sont des sortes valides dans le contexte Γ ;
• Γ ⊢S M
nf
−→ P : A signifie que le terme M admet une forme normale P
de sorte A dans le contexte Γ ;
• Γ ⊢S M
wh
−→ N : A signifie que M se réduit en N en un pas par une stra-
tégie externe de réduction, de plusM et N sont des termes de sorte A dans
le contexte Γ.
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Nous considérons également les abréviations suivantes :
• Γ ⊢S M : B s’il existe un terme P tel que Γ ⊢S M
nf
−→ P : B ;
• Γ ⊢S Akind, s’il existe une sorte B telle que Γ ⊢S A
nf
−→ B ;
• Γ ⊢S M ↓ N [P ] : B, si Γ ⊢S M
nf
−→ P : B et Γ ⊢S N
nf
−→ P : B ;
• Γ ⊢S A ↓ B[C], si Γ ⊢S A
nf
−→ C et Γ ⊢S B
nf
−→ C ;
• SCHSΓ,X(Θ¯) si Γ ⊢




pour 1 ≤ i ≤ n ;
• Γ ⊢S Θ¯ ↓ Θ¯′[Θ¯′′], si Γ ⊢S valid, PSCHX(Θ¯), PSCHX(Θ¯
′) et Γ, X :
Type ⊢S Θi ↓ Θ′i[Θ¯
′′] pour 1 ≤ i ≤ n.
Puis, il propose quelques définitions et des lemmes concernant les propriétés
de UTT S . Voici les plus significatifs :
Lemme A.10 (Génération). Si un jugement est dérivable dans UTT rS , alors
quelque soit la dérivation de ce jugement elle se termine par une règle d’infé-
rence unique et déterminée qui dépend de la forme de ce jugement.
Lemme A.11 (Complétude pour UTT−).
• Si Γ ⊢S valid alors Γ ⊢− valid.
• Si Γ ⊢S A
nf
−→ B alors Γ ⊢− Akind et Γ ⊢− A = B.
• Γ ⊢S M
nf
−→ P : A alors Γ ⊢− M : A et Γ ⊢− M = P : A.
• Γ ⊢S M
wh
−→ N : A alors Γ ⊢− M : A et Γ ⊢− M = N : A.
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Lemme A.12 (Unicité de la forme normale).
• Si Γ ⊢S M
nf
−→ P : B et Γ ⊢S M
nf
−→ Q : C alors P ≡ Q et B ≡ C.
• Si Γ ⊢S A
nf
−→ B et Γ ⊢S A
nf
−→ C alors B ≡ C.
Définition A.13. (Renommage). Un renommage est une substitution de ∆ vers Γ
telle que pour chaque (x : A) ∈ Γ nous avons δ(x) ≡ y et (y : δˆ(A)) ∈ ∆.
Notation :δˆ(M) représente M dans lequel toutes les variables libres v sont rem-
placées par δ(v).
Lemme A.14 (Renommage). Si δ est un renommage de ∆ vers Γ alors :
• si Γ ⊢S A
nf
−→ B alors ∆ ⊢S δˆ(A)
nf
−→ δˆ(B) ;
• si Γ ⊢S M
nf
−→ P : A alors ∆ ⊢S δˆ(M)
nf
−→ δˆ(P ) : δˆ(A).
Le calcul UTT S étant une synthèse des réductions standards et des règles de
typage de UTT , il est en mesure de prouver des résultats concernant la relation
entre les réductions non typées et le typage dans UTT S .
Lemme A.15 (Adéquation pour réductions non typées).
• Si Γ ⊢S M
nf
−→ P : A alors P est normal et il existe un N tel que
M ∗βo N 
∗
η P .
• Si Γ ⊢S A
nf
−→ C alors C est normal et il existe unB tel que A∗βoB
∗
ηC.
• Si Γ ⊢S M
wh
−→ N : A alorsM βo N .
Pour finir, Goguen définit deux prédicats SCΓ (A) et S
P,A
Γ (M), dont la défini-
tion inclut les propriétés de normalisation forte, de préservation du type, et de
confluence.
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Définition A.16. Les prédicats SCΓ (A) et S
P,A
Γ (M) sont définis comme la plus
petite relation telle que :
• SCΓ (A) si Γ ⊢
S A
nf
−→ C et pour tout B si AB alors SCΓ (B).
• SP,AΓ (M) si
– Γ ⊢S M
nf
−→ P : A,
– pour tout N siM N alors SP,AΓ (N), et
– pourMi sous terme deM , il existeB etQ tel que Γ,∆ ⊢S Mi
nf
−→ B : Q.
CCΓ (A) et C
P,A
Γ (M) sont les mêmes prédicats que S
C
Γ (A) et S
P,A
Γ (M) à la diffé-
rence qu’au lieu AB etM N nous avons A+ B etM + N .
Il prouve que tous les termes et les sortes de UTT S vérifient les deux prédicats
définis précédemment, par l’intermédiaire du lemme suivant :
Lemme A.17 (Réduction).
• Si Γ ⊢S A
nf
−→ B alors SBΓ (A).
• Si Γ ⊢S M
nf
−→ P : A alors SP,AΓ (M).
• Si Γ ⊢S M
wh
−→ N : A et SP,AΓ (N) alors S
P,A
Γ (M).
A partir de ce lemme, Goguen peut facilement conclure que le calcul UTT S
vérifie les propriétés désirées qui sont la normalisation forte, la préservation du
type et la confluence. Il sera par la suite en mesure de transférer ces propriétés au
calcul UTT en montrant que UTT est correcte par rapport à UTT S .
A.1.1 Principe d’induction alternatif
Goguen définit un principe d’induction alternatif sur les termes et les sortes,
afin de s’assurer d’avoir les prémisses correctes pour les constantes. L’idée est de
connaître l’hypothèse d’induction pour les arguments qui sont des sortes pour les
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constantes dont la sorte est fonctionnelle. De même que pour les constantes de
type Type, on a besoin d’informations concernant les sortes des constructeurs de
ces types. Par exemple, pour la sorteEl(Prf(∀(A,P ))), on a besoin de savoir que
l’hypothèse d’induction est vérifiée pour la sorte (x : El(A))El(Prf(P (x))), qui
est un argument du constructeur Λ.
Si S est un prédicat sur les termes et Q un prédicat sur les sortes, nous avons les
clauses suivantes pour le principe d’induction.
• Si Q est vrai pour Type et S est vrai pourM alors Q est vrai pour El(M).
• Si Q est vrai pour (Prop)Type alors S est vrai pour Prf .
• Si Q est vrai pour (A : Type)((A)Prop)Prop et pour (x : A)Prf(P (x))
alors S est vrai pour ∀.
• SiQ est vrai pour le kind de EX [Θ¯], S est vrai pourMX [Θ¯], S est vrai pour
ιXi [Θ¯] et S est vrai pour Φ
♮
ij
[A,C, f, z], où A, C, f et z sont des variables et
ij prend la valeur des i pour les opérateurs strictement positifs, alors S est
vrai pour EX [Θ¯].
Si ces clauses et celles définies pour les autres constantes sont vérifiées, alors S
est vrai pour tous les termes et Q est vrai pour toutes les sortes. La validité de ce
principe d’induction peut être prouvée en utilisant le principe d’induction usuel
et les preuves pour les constructeurs basiques. Goguen remarque qu’un moyen
simple de vérifier la validité de ce principe est de constater que la sorte de chaque
constante dépend seulement des constantes définies avant elle.
A.2 Construction d’unmodèle ensembliste classique
Dans ce chapitre, Goguen considère une sémantique de UTT dans la théo-
rie classique des ensembles. Son approche est liée à la sémantique proposée par
P. Dybjer [Dyb91] pour la théorie des types de Martin-Löf. Essentiellement, les
types sont interprétés par des ensembles de leurs éléments, à l’exception des pro-
positions qui sont uniquement vraies ou fausses. Les fonctions seront des fonc-
tions ensemblistes, les entiers naturels resteront des entiers naturels, et en général
les types inductifs seront les plus petits points fixes de l’équation inductive de ce
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type.
L’importance de ce modèle ensembliste pour la preuve de Goguen, est qu’il
va justifier un autre principe d’induction sur les types qui ne pouvait être justifié
syntaxiquement.
Un problème dans l’étude des systèmes aux types dépendants est que les
termes, les types et les sortes sont introduits par des définitions inductives simulta-
nément. On doit savoir ce qu’est l’environnement, avant de définir l’interpretation
des termes et des sortes. Dès que l’interprétation des sortes est définie, on peut
porter son attention sur les jugements dérivables et sur les environnements satis-
faisant le contexte de ces jugements.
On peut interpréter la théorie des ensembles où on a admis l’existence d’un
ensemble plus grand que tout ensemble, qu’on peut obtenir en utilisant des opé-
rations ensemblistes ordinaires comme l’union et l’ensemble de tous les sous-
ensembles, dans la théorie des ensembles étendue par l’axiome qui déclare l’exis-
tence d’un cardinal inaccessible. L’interprétation de Goguen suit cette intuition, en
utilisant les cardinaux inaccessibles pour interpréter les univers et la sorte Type.
La preuve de Goguen est différente de la preuve de Dybjer pour la théorie
des types de Martin-Löf, dans le sens où UTT est exprimé dans LF et que l’uni-
vers imprédicatif des propositions y est inclus. Il ne considère pas des familles
inductives de types. Une modification moins importante est qu’à la place des "en-
sembles de règles" de Aczel [Acz86], il utilise l’induction transfinie et la construc-
tion de plus petit point fixe.
Goguen travaille essentiellement avec la théorie UTT−, et pas UTT . Il justifie
ce choix dans son chapitre 4 en considérant l’admissibilité des règles de substi-
tution. Notons que nos algorithmes d’élimination des règles de substitution de la
section 4.2.3 donnent une justification beaucoup plus constructive.
Dans sa construction, Goguen assume l’existence de trois cardinaux fortement
inaccessibles, κ0, κ1 et κ2 avec κ0 < κ1 < κ2. L’environnement pour κ2 est appelé
environnement d’ensemble. L’environnement pour un ensemble S est simplement
une fonction d’un ensemble fini de variables vers S.
La preuve utilise comme technique la définition d’une interprétation partielle
des termes et démontre que cette interprétation est totale pour les termes bien
typés.
Il faut remarquer que dans sa preuve, une autre assomption importante est
l’existence des ordinaux comme représentations canoniques pour chaque cardinal
κ, notamment, pour les cardinaux inaccessibles κ0, κ1, κ2 mentionnés avant. Cela
nécessite l’utilisation de l’axiome de choix.
On peut dire que la preuve de correction de Goguen utilise des principes assez
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forts, comme la cohérence (consistance) de la théorie des ensembles avec l’axiome
du choix et les axiomes d’existence des cardinaux inaccessibles.
A.2.1 Grandes étapes de la preuve
Nous rappelons qu’une hiérarchie cumulative pour un ordinal α, est définie





β<α Vβ α étant une limite
Cette définition peut-être trouvée dans les ouvrages standards sur la théorie des
ensembles. Sa preuve définit une interprétation partielle des termes puis prouve
que cette interprétation est totale pour les termes bien typés.
Dans la suite de ce chapitre, si aucune précision n’est mentionnée, κ représente
un cardinal fortement inaccessible, et dans les expressions comme Vκ on assume
que κ est représenté par l’ordinal correspondant. De même que α est un ordinal et
ρ un environnement d’ensemble. Notons que l’expression a ∼= b signifie que a est
défini si et seulement si b est défini et que a = b. Tandis que l’expression a ≻ b
signifie que, partout où a est défini b est défini et a = b.
Pour un environnement d’ensemble ρ, l’interprétation d’un termeM et d’une
sorte A, notée [|M |](ρ) et [|A|](ρ), est définie par induction sur la structure deM
et A en utilisant le principe d’induction décrit à la section A.1.1. Afin de fournir
une interprétation des types inductifs, il commence par définir plusieurs fonctions
permettant de définir la sémantique ensembliste des types inductifs par construc-
tions de plus petit point fixe.
• Il définit d’abord une fonction partielle sur les ensembles Θ¯#ρ ∈ Vκ → Vκ
par induction sur PSCHX(Θ¯), qui représente une séquence de pré-schéma
inductifs, pour un ordinal κ (représentant un cardinal fortement inacces-
sible) et un environnement d’ensemble ρ. Cet opérateur construit un en-
semble inductivement.
Certaines propriétés sont vérifiées pour la fonction Θ¯#ρ comme :
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– sa monotonicité ;
– sa délimitation c’est-à-dire, en prenant un environnement d’ensemble ρ,
en supposant PSCHX(Θ¯) et que Θ¯
#
ρ soit défini relativement à κ, il existe
un ordinal α0 < κ tel que Θ¯#ρ (S) ∈ Vκ → Vκ ;
– l’intervention de Θ¯#ρ dans l’interprétation des pré-schéma inductifs Θ
pour un ensemble S, [|Θ|](ρ[X := S]) ∼= Θ¯#ρ (S)→ S.
• Goguen définit ensuite par induction sur α, une fonction ensembliste F ∈
Vκ → Vκ de la manière suivante :
F0 =df ∅
Fsucc(α =df F (Fα)
Fα =df
⋃
β<α Fβ α étant une limite.
Puis énonce la proposition suivante :
si F ∈ Vα → Vα et F est monotone, alors il existe un ordinal α0 tel que
Fα0 soit le plus petit point fixe pour F .
A l’aide des opérateurs introduits précédemment, il est en mesure de définir
l’interprétation des types inductifs et de leurs constructeurs.
Si Θ¯#ρ (S) est définie relativement à un κ donné, et si α0 est un ordinal tel
que (Θ¯#ρ )
α0 soit le plus petit point fixe pour Θ¯#ρ , alors les types inductifs sont
interprétés de la manière suivante :
[|MX [Θ¯]|](ρ) =df (Θ¯
#
ρ )
α0(∅) si κ ≤ κ1
[|µX [Θ¯]|](ρ) =df (Θ¯
#
ρ )
α0(∅) si κ ≤ κ1
Goguen définit ensuite l’interprétation d’un contexte Γ, notée [|Γ|], comme un
ensemble d’environnements d’ensemble. Puis il établit les propriétés basiques de
l’interprétation. Toutes ces propriétés sont prouvées à l’aide du principe d’induc-
tion de la section A.1.1. Ces propriétés sont les suivantes.
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• Soit γ un environnement pour variables et un environnement d’ensemble ρ,
alors [|M |](ρ ◦ γ) ∼= [|γ¯(M)|](ρ), où γ¯(M) existe si γ est une substitution.
• Soit ρ1 et ρ2 deux environnements d’ensemble, si pour tout x ∈ FV (M) on
a ρ1(x) = ρ2(x) alors [|M |](ρ1) ∼= [|M |](ρ2).
• Soit ρ = ρ0ρ1 un environnement d’ensemble, alors
[|M |](ρ[z := [|N |](ρ0)])) ≻ [|[N/z]M |](ρ).
Finalement, il prouve que le système UTT− est correcte par rapport à l’in-
terprétation, autrement dit, que l’interprétation est totale, c’est-à-dire définie pour
tous les termes et les sortes des jugements dérivables dans UTT−. Le lemme est
le suivant.
Lemme A.18 (correction de UTT− par rapport au modèle ensembliste). Pour tout
jugement dérivable dans Γ ⊢− J , [|Γ|] est définie, de plus :
• si le jugement Γ ⊢− Akind est dérivable et ρ ∈ [|Γ|], alors [|A|](ρ) est défi-
nie ;
• si le jugement Γ ⊢− M : A est dérivable et ρ ∈ [|Γ|], alors [|A|](ρ) et
[|M |](ρ) sont définies et [|M |](ρ) ∈ [|A|](ρ) ;
• si le jugement Γ ⊢− A = B est dérivable et ρ ∈ [|Γ|], alors [|A|](ρ) et
[|B|](ρ) sont définies et [|A|](ρ) = [|B|](ρ) ;
• si le jugement Γ ⊢− M = N : A est dérivable et ρ ∈ [|Γ|], alors [|M |](ρ),
[|N |](ρ) et [|A|](ρ) sont définies, [|M |](ρ) = [|N |](ρ), [|M |](ρ) ∈ [|A|](ρ)
et [|N |](ρ) ∈ [|A|](ρ).
A.3 Preuve de la correctionUTT par rapport àUTT S
Remarque A.19. Nous rappelons qu’une théorie T est "correcte" par rapport à
une sémantique S si chaque formule dérivable dans T est vraie dans la séman-
tique. Ici UTT S est la sémantique de UTT . Par exemple, le jugement Γ ⊢M : A
190
dérivable dans UTT est vraie dans UTT S si le jugement Γ ⊢S M
nf
−→ P : A est
dérivable dans UTT S .
De même, on parle de complétude d’une théorie T par rapport à une sé-
mantique S, si toute formule vraie de S est dérivable dans T . Ici parler de la
complétude UTT par rapport à UTT S signifie que si par exemple le jugement
Γ ⊢S M
nf
−→ P : A est dérivable dans UTT S alors les jugements Γ ⊢ M : A et
Γ ⊢M = P : A sont dérivables dans UTT .
La démonstration proposée par Goguen pour montrer que UTT est correcte
par rapport à UTT S est étroitement liée aux preuves de normalisation existantes.
Cependant, la preuve utilisant UTT S , permet de rendre plus explicites les condi-
tions exactes nécessaires pour la preuve : les règles de UTT S montrent que les
termes bien typés sont exactement ceux qui sont construits en utilisant les construc-
teurs canoniques et des séries d’expansions de tête faible.
Les preuves de normalisation pour les systèmes aux types dependants, propo-
sées par exemple par Pottinger [Pot87] et Luo [Luo90a], ont utilisé un contexte
infini avec un nombre infini de variables de chaque type et ont montré que chaque
terme typable dans le système originel est typable dans ce contexte infini. Goguen
utilise la technique de construction de modèles fondés sur les modèles de Kripke.
La technique courante pour montrer la normalisation des systèmes plus faibles,
interprète les types comme des ensembles de termes pas nécessairement bien ty-
pés.
Dans sa preuve, Goguen cherche à montrer que UTT est correcte par rapport
à UTT S , qui est vue comme une sémantique, alors il est obligé de construire un
modèle avec les termes bien typés.
Parmi les preuves qui n’utilisent pas des contextes infinis et interprètent les
types comme des ensembles de termes bien typés, Goguen s’appuie sur Martin-
Löf [ML75] et surtout Coquand [CG90] qui a proposé d’utiliser la construc-
tion des modèles de Kripke pour démontrer la normalisation forte pour un sous-
ensemble des systèmes de Martin-Löf.
Sa preuve suit les techniques standards utilisées pour prouver la normalisation
[Luo90a, ML72, Coq91], cependant il faut tout de même noter quelques diffé-
rences qui sont les suivantes :
• Il effectue sa preuve pour le système UTT , formulé dans LF , qui contient
un univers prédicatif, une large classe de types inductifs et un univers im-
prédicatif. L’imprédicativité l’oblige à utiliser des techniques de preuves
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compliquées.
• Sa preuve requiert que la notion de normalisation forte soit intégrée dans la
définition de l’interprétation des sortes, comme pour Martin-Löf et Kolet-
sos.
• Il fournit une construction ensembliste de la mesure de complexité qu’il uti-
lise dans sa preuve.
• il prouve que UTT est correcte par rapport à UTT S au lieu de prouver la
normalisation. Cela signifie en accord avec le théorème A.11( complétude),
que tous les résultats concernant UTT S pourront être transférés à UTT ,
en particulier les propriétés de renforcement, de préservation du type et de
confluence, en plus de la normalisation forte.
A.3.1 Les grandes étapes de la preuve
Goguen cherche tout d’abord à construire un modèle. La première préoccupa-
tion dans la construction d’un modèle est le domaine sémantique de discussion. Il
commence par définir les objets sémantiques pour la preuve de correction. Comme
il prouve la correction de UTT par rapport à UTT S , les premiers composants des
objets sémantiques sont les termes dérivables dans UTT rS . Il montre que, relati-
vement à n’importe quelle substitution, tous les termes typables dans UTT font
partie de l’interprétation de leurs sortes, où les sortes sont interprétées comme
étant les ensembles de termes bien typés dans UTT S .
Il est bien connu que combiner le puissant principe logique de l’imprédicati-
vité avec d’autres principes, peut facilement mener à une inconsistance. Par consé-
quent, un pas important pour montrer la consistance d’une théorie de types est de
fournir une mesure de complexité sur les types de la théorie.
Comme nous l’avons vu, Goguen a proposé un modèle ensembliste afin d’en
tirer une mesure de complexité. Intuitivement, il a besoin de fournir une interpré-
tation ensembliste pour les types qui ne sont pas des propositions. L’idée est qu’un
composant de l’interprétation est essentiellement un ensemble, mais où les types
sont des ensembles de termes. Ceci permet d’utiliser les substitutions pour mo-
déliser la quantification sur les types. Par exemple, pour interpréter la proposition
imprédicative ∀(Prop, [X : Prop]X) qui quantifie sur les propositions, il faut être
en mesure de considérer des interprétations arbitraires possibles des propositions.
192
L’interprétation du quantificateur sera l’intersection de toutes ces interprétations
possibles. Il en aura besoin non seulement pour les propositions mais pour tous
les types de la théorie à l’exclusion des sortes. Ce problème a motivé la définition
des ensembles valués qui caractérisent le comportement ensembliste des éléments
de chaque type.
Goguen n’utilise pas la notion de quasinormalisation proposée par Luo, pour
donner une mesure de complexité pour la théorie des types ECC. En revanche, il
définit une mesure de complexité en considérant la complexité de l’interprétation
ensembliste, ce qui ne dépend pas de la forme normale des types. Il utilise cette
mesure de complexité, non à cause de la difficulté à obtenir des formes normales
mais plutôt parce qu’il semble qu’il n’y ait pas de mesure simple pour les types
de UTT .
Afin d’élaborer une interprétation de la théorie des types à la manière des mo-
dèles de Kripke, Goguen a besoin que les valeurs sémantiques soient fermées par
rapport aux transitions, lesquelles dans son cas, sont les extensions de contextes δ
de∆′ vers∆. Or on sait que l’ensemble des termes typés dansUTT S est fermé par
rapport aux extensions de contextes, lemme A.14 (Renommage)à l’appui. Pour
permettre aux objets sémantiques qui contiennent des valeurs, d’être fermés de
manière similaire, il a indexé les valeurs par des extensions de contextes. Les ob-
jets sémantiques pour un contexte ∆ sont des paires composées d’un terme bien
typé dans UTT S dans le contexte ∆ et d’une famille de valeurs indexée par des
extensions de contextes δ de ∆′ vers ∆.
L’égalité que veut établir Goguen pour les objets sémantiques, est la suivante :
deux objets sémantiques sont égaux si les termes qui les composent ont la même
forme normale et si les valeurs indexées qui les composent sont égales pour toute
extension. Il montre également que la règle d’application (App − Eq) est cor-
recte, dans le sens où si (M, vM) est un objet sémantique pour (x : A1)A2 dans le
contexte ∆ et que (N1, v) et (N2, v) sont deux objets sémantiques égaux pour A1
dans le contexte∆, alors on aAPP∆((M, vM), (N1, v)) = APP∆((M, vM), (N2, v)).
Cela implique que la fonction vM retourne une valeur qui dépend seulement de
la forme normale du terme qui compose l’objet sémantique placé en argument.
Plusieurs preuves de normalisation incluent cette condition dans la définition des
valeurs, mais il suit la méthode de Coquand en donnant cette condition comme un
prédicat sur les objets sémantiques ; voir la définition sur les objets sémantiques
uniformes.
De manière plus formelle, sans entrer ici dans tous les détails, Goguen définit
les notions vues précédemment de la façon suivante :
193
• Un objet sémantique pour un contexte ∆ et une sorte A, est un couple
(M, v), où ∆ ⊢S M
nf
−→ P : A et v est une famille d’objets v(δ) ∈
V (∆′ ⊢S δ̂(M) : δ̂(M)), indexés par des renommages δ de ∆′ vers ∆.
V (∆ ⊢S M : A), où ∆ ⊢S M
nf
−→ M : A est définie par induction sur la
complexité de A.
Il faut noter que :
– l’ensemble des objets sémantiques pour ∆ et A est noté SO∆(A) ;
– S est un ensemble saturé pour ∆ et A, notation SAT∆(A), si S est un
ensemble d’objets sémantiques pour ∆ et A tel que :
∗ (S1) si M est un terme de base tel que ∆ ⊢S M
nf
−→ P : A alors
(M,λδ.∗) est dans S, et
∗ (S2) si (N, v) est dans S et ∆ ⊢S M
wh
−→ N : A alors (M, v) est dans
S.
Nous listons quelques remarques importantes par rapport à cette définition :
– Les objets sémantiques ont des éléments toujours fortement normalisants.
– Dans beaucoup de preuve de normalisation forte pour les calculs conte-
nant l’imprédicativité, on retrouve un lemme disant que pour tout contexte
∆, termeM et sorte A, il existe une valeur canonique v∆,M,A ∈ V (∆ ⊢S
M : A). Goguen n’a pas besoin de ce lemme car dans sa formulation, il
est évident que si∆ ⊢S M
nf
−→ P : A et que P est un terme de base alors
∈ = V (∆ ⊢S P : A.
– Le domaine d’une fonction dans l’ensemble valué pour une sorte dépen-
dante (x : A1)A2 n’a pas besoin d’être tout SO∆(A1). Quand on définit
par exemple l’interprétation de [x : A1]M0, le domaine de la fonction
définie doit être l’interprétation de A1, car les hypothèses d’induction
s’appliqueront uniquement aux éléments de cet ensemble. C’est la raison
pour laquelle les termes de base ont le même ensemble valué, peu importe
leur sorte, car on ne connaît pas à l’avance l’interprétation de A1, mais
nous devons savoir qu’un terme de base est toujours dans les ensembles
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saturés.
– A cause du lemme d’unicité des formes normales, on n’est pas en mesure
de différencier un termeM bien typé dans UTT S dans un contexte ∆ et
une preuve de ∆ ⊢S M
nf
−→ P : A.
• Si (M, vM) est un objet sémantique pour ∆ et A, et δ un renommage de ∆′
vers ∆, alors la fonction monotonie est :
monδ(M, vM) =df (δ̂(M), λδ
′.vM(δ
′ ◦ δ))
Par construction on sait quemonδ(M, vM) est un objet sémantique pour∆′
et A.
• Soit (M1, v1) un objet sémantique pour ∆ et (x : A1)A2 tel que ∆ ⊢S
M1
nf
−→ P1 : (x : A1)A2 et (M2, v2) est un objet sémantique pour ∆ et A1
tel que ∆ ⊢S M2
nf
−→ P2 : A1. Nous montrons qu’il existe une sorte B2
telle que ∆ ⊢S [M2/x]A2
nf
−→ B2 et définissons l’application
APP∆((M1, v1), (M2, v2)) ∈ SO∆(B2)
Il faut considérer la notation (M, vM) ↓ (N, vN) où (M, vM) et (N, vN)
sont des objets sémantiques pour ∆ et A, s’il existe un terme P tel que
∆ ⊢S M ↓ N [P ] : A et vM = vN .
• Soit S une famille saturée d’ensembles pour ∆ et A. S est uniforme si
(M, vM) ∈ S(δ) implique que (M, vM) est uniforme et monδ′(M, vM) ∈
S(δ′ ◦ δ) pour tout renommage δ′ de ∆′′ vers ∆′.
Voici quelques propriétés simples des objets sémantiques uniformes :
– USO∆(A) est uniforme et est dans SAT∆(A) ;
– si (M, vM) est un objet sémantique uniforme alors monδ(M, vM) est
aussi un objet sémantique uniforme, pour tout renommage δ de ∆′ vers
∆.
Goguen poursuit en introduisant la notion d’environnement pour les objets sé-
mantiques. Il fournit les définitions suivantes :
• Une pré-substitution est un environnement pour termes.
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• Une substitution φ de ∆ vers Γ, où Γ ≡ x1 : A1, . . . , xm : Am et ∆ ⊢S
valid, est une pré-substitution sur Γ telle que :
∆ ⊢S φ̂(Ai)
nf
−→ Bi et ∆ ⊢S φ(xi)
nf
−→ P : Bi pour 1 ≤ i ≤ m.
• Une pré-valuation est un environnement pour objets sémantiques dans un
contexte donné ∆.
• Une valuation de ∆ vers Γ est une pre-valuation telle que le terme consti-
tuant est une substitution de ∆ vers Γ.
• Une valuation ρ de ∆ vers Γ est uniforme si ρ(x) est uniforme pour tout
(x : A) ∈ Γ.
Une fois les objets sémantiques définis, Goguen suit la technique de Streicher
en donnant une interprétation partielle des termes par des objets sémantiques et
des sortes par des ensembles d’objets sémantiques relative à un environnement
d’objets sémantiques.
L’interprétation d’un terme M , notée [|M |]ρ∆ et l’interprétation d’une sorte A,
notée [|A|]ρ∆, relative à une valuation ρ de ∆ vers Γ sont définies par induction
sur la structure deM et de A.
[|M |]ρ∆ est un couple (φ̂(M), V [|M |]ρ∆) où V [|M |]ρ∆ est une famille de va-
leurs indexée par un renommage δ′ de ∆′ vers ∆.
Cependant, pour montrer que l’interprétation est un objet sémantique, si elle
est définie, il montre simultanément la distributivité de la fonction monotonicité
et de l’interprétation, à savoir :
APP ′′∆(monδ′◦δ(M, vM),monδ′(N, vN)) =
monδ′(APP∆′(monδ(M, vM), (N, vN)))
avec δ un renommage de ∆′ vers ∆ et δ′ un renommage de ∆′′ vers ∆′.
Il définit également l’interprétation pour les contextes comme des environne-
ments, dont les objets sémantiques sont des éléments de l’interprétation des sortes
qui constituent le contexte.
Goguen vérifie ensuite que l’interprétation possède les propriétés désirées. Il
prouve par induction sur la structure des termes des lemmes concernant :
196
• le changement des variables liées,
• l’égalité de l’interprétation sous des environnements qui correspondent au
variables libres,
• l’uniformité de l’interprétation, pour la correction de la règle d’application
de l’égalité (App − Eq), et permettre de passer d’une valuation dans un
contexte ∆ à une valuation dans un contexte ∆′ pour un renommage de ∆
à ∆′ donné, et
• une propriété des substitutions, pour l’interprétation utilisée dans la correc-
tion des règles (S − App) et (β).
Finalement, il fait la preuve finale de correction par induction sur les dériva-
tions de UTT . Ce résultat est valable pour toute valuation dans l’interprétation du
contexte, donc il prouve que si Γ ⊢ valid alors il existe une valuation de Γ vers Γ,
qui fournit exactement le résultat de correction dont on a besoin.
Le lemme de correction est le suivant :
Lemme A.20 (Correction).









−→ P : B soient dérivables.
• Si Γ ⊢ A = B est dérivable alors il existe C tel que Γ ⊢S A ↓ B[C] soit
dérivable.
• Si Γ ⊢M = N : A est dérivable alors il existe B et P tels que Γ ⊢S A
nf
−→
B et Γ ⊢S M ↓ N [P ] : B soient dérivables.
Ce lemme nous permet de transférer les propriétés de UTT S à UTT , donc de
déduire que les propriétés de normalisation forte, de préservation de type et de
confluence sont vérifiées pour UTT .
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A.4 Mesure de complexité pour UTT−
Dans l’annexe de sa thèse, Goguen justifie le principe d’induction sur les types
de UTT−, en proposant une mesure de complexité. Ce principe joue un rôle im-
portant dans la preuve de normalisation car il permet de définir le rang de l’in-
terprétation que Goguen donne dans son chapitre 6. Ce rang est différent de celui
de l’interprétation ensembliste où, par exemple, le rang de l’interprétation en-
sembliste de Γ ⊢− M : A est juste l’univers des ensembles. Goguen utilise une
variante du modèle ensembliste pour fournir une mesure de complexité. Intuiti-
vement dans ce modèle, le rang de l’interprétation du type composant un type
inductif est nécessairement inférieur à celui de ce type inductif. Cependant ceci
est vrai uniquement en l’absence de types vides. Goguen considère donc une in-
terprétation, où les propositions sont toujours non vides et restreint la syntaxe des
types inductifs pour proscrire les types vides.
Goguen définit donc de manière standard le rang d’un ensemble. Il faut noter
cependant la nécessité de l’axiome de fondation pour cette définition.
Définition A.21. Le rang d’un ensemble S est le plus petit ordinal plus grand que
le rang de tous les éléments de S.
rank(S) = min{ω|rank(T ) < ω, T ∈ S}
avec rank(∅) = 0
Les propriétés suivantes sont vérifiées pour la fonction rank(S).
• Si A et B sont des ensembles alors maxrank(A), rank(B) ≤ rank(A +
B).
• Si A et B sont des ensembles non vides alors maxrank(A), rank(B) <
rank(A×B).
• Si A est un ensemble non vide et B une famille d’ensembles non vides sur
A alorsmax({rank(A)}∪{rank(B(a))|a ∈ A}) < rank(Fa ∈ A.B(a)),





La sémantique ensembliste du chapitre A.2 interprète les propositions fausses
par l’ensemble vide. Afin de n’interpréter aucun type par l’ensemble vide, Goguen
propose une sémantique alternative simple dans laquelle il n’existe qu’une seule
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proposition avec une preuve unique. C’est simplement une interprétation incon-
sistante des propositions.
Goguen introduit le calcul UTT ∗ qui est un sous-langage de UTT− qui ne
contient pas de types vides. Il introduit les définitions suivantes :
Définition A.22 (Schéma non vide). Soit Γ un contexte valide. On dit que Θ¯ est
non Γ-schéma non vide, notation SCH∗Γ;X(Θ¯) s’il existe un Θi dont l’arité est 0.
Définition A.23 (UTT ∗). Le calcul UTT ∗ est le calcul UTT− dans lequel toutes
les occurrences de SCH−Γ;X(Θ¯) sont remplacées par SCH
∗
Γ;X(Θ¯). Le symbole ⊢
∗
est utilisé pour les jugements de UTT ∗.
Il prouve également le lemme :
Lemme A.24. Si SCH∗Γ;X(Θ¯) et S est une ensemble non vide alors pour tout
(Γ,Γ′;A) ∈ TY PES(Θ¯) et pour tout (ρ, ρ′) ∈ [|Γ,Γ′|], rank([|A|](ρ, ρ′)) <
rank(Θ¯♯ρ(S)).
Goguen peut donc définir sa mesure de complexité de la façon suivante :
Définition A.25. On définit la complexité d’un jugement dérivable Γ ⊢∗ Akind,
c(Γ ⊢∗ Akind) de la manière suivante :
c(Γ ⊢∗ Akind) =df µi.(∀ρ ∈ [|Γ|].rank([|A|](ρ)) ≤ i)
c(Γ ⊢∗ Akind) est un ordinal canonique.
Définition A.26 (Complexité inductive). La complexité deM telle que Γ ⊢− M :
MX [Θ¯], est définie de la manière suivante :




k(Γ ⊢∗ M : MX [Θ¯]) est un ordinal canonique.
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Annexe B
Les règles de UTT r[R]
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Γ ⊢ Kkind x /∈ FV (Γ)
(1.2)
Γ, x : K ⊢ valid
Γ, x : K,Γ′ ⊢ valid
(1.3)
Γ, x : K,Γ′ ⊢ x : K
Γ1,Γ2 ⊢ J Γ1,Γ3 ⊢ valid (wkn)
Γ1,Γ3,Γ2 ⊢ J
(FV (Γ2) ∩ FV (Γ3) = ∅)
Égalité générale
Γ ⊢ Kkind (2.1)
Γ ⊢ K = K
Γ ⊢ K = K ′ (2.2)
Γ ⊢ K ′ = K
Γ ⊢ K = K ′ Γ ⊢ K ′ = K ′′ (2.3)
Γ ⊢ K = K ′′
Γ ⊢ k : K (2.4)
Γ ⊢ k = k : K
Γ ⊢ k = k′ : K (2.5)
Γ ⊢ k′ = k : K
Γ ⊢ k = k′ : K Γ ⊢ k′ = k′′ : K (2.6)
Γ ⊢ k = k′′ : K
Retypage
Γ ⊢ k : K Γ ⊢ K = K ′ (3.1)
Γ ⊢ k : K ′
Γ ⊢ k = k′ : K Γ ⊢ K = K ′ (3.2)
Γ ⊢ k = k′ : K ′
Γ, x : K,Γ′ ⊢ J Γ ⊢ K = K ′
(3.3)
Γ, x : K ′,Γ′ ⊢ J
Le sorte Type
Γ ⊢ valid (4.1)
Γ ⊢ Type kind
Γ ⊢ A : Type
(4.2)
Γ ⊢ El(A)kind
Γ ⊢ A = B : Type
(4.3)
Γ ⊢ El(A) = El(B)kind
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Produit dépendant
Γ, x : K ⊢ K ′kind
(5.1)
Γ ⊢ (x : K)K ′kind




2 Γ ⊢ K1 = K2 (5.2)
Γ ⊢ (x : K1)K
′
1 = (x : K2)K
′
2
Γ, x : K ⊢ k : K ′
(5.3)
Γ ⊢ [x : K]k : (x : K)K ′
Γ, x : K1 ⊢ k1 = k2 : K Γ ⊢ K1 = K2 (5.4)
Γ ⊢ [x : K1]k1 = [x : K2]k2 : (x : K1)K
Γ ⊢ f : (x : K)K ′ Γ ⊢ k : K
(5.5)
Γ ⊢ f(k) : [k/x]K ′
Γ ⊢ f = f ′ : (x : K)K ′ Γ ⊢ k1 = k2 : K (5.6)
Γ ⊢ f(k1) = f
′(k2) : [k1/x]K
′
Γ, x : K ⊢ k′ : K ′ Γ ⊢ k : K
(5.7)
Γ ⊢ ([x : K]k′)(k) = [k/x]k′ : [k/x]K ′
Γ ⊢ f : (x : K)K ′ x /∈ FV (Γ)
(5.8)
Γ ⊢ [x : K]f(x) = f : (x : K)K ′
Substitutions
Γ, x : K,Γ′ ⊢ valid Γ ⊢ k : K
(6.1)
Γ, [k/x]Γ′ ⊢ valid
Γ, x : K,Γ′ ⊢ K ′kind Γ ⊢ k : K
(6.2)
Γ, [k/x]Γ′ ⊢ [k/x]K ′kind
Γ, x : K,Γ′ ⊢ k′ : K ′ Γ ⊢ k : K
(6.3)
Γ, [k/x]Γ′ ⊢ [k/x]k′ : [k/x]K ′kind
Γ, x : K,Γ′ ⊢ K ′ = K ′′ Γ ⊢ k : K
(6.4)
Γ, [k/x]Γ′ ⊢ [k/x]K ′ = [k/x]K ′′
Γ, x : K,Γ′ ⊢ k′ = k′′ : K ′ Γ ⊢ k : K
(6.5)
Γ, [k/x]Γ′ ⊢ [k/x]k′ = [k/x]k′′ : [k/x]K ′












PSCHX(Θ¯) Γ, X : Type ⊢ Θikind (C-M)
Γ ⊢MX [Θ¯] : Type
1 ≤ i ≤ n et Θ¯ de longueur n
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PSCHX(Θ¯) Γ, X : Type ⊢ Θikind (C-i)
Γ ⊢ ιXi [Θ¯] : Θi(M
X [Θ¯])
1 ≤ i ≤ n et Θ¯ de longueur n
(κX -EQ)
SCHΓ,X(Θ¯) SCHΓ,X(Θ¯
′) Γ ⊢ κX [Θ¯] : K Γ ⊢ κX [Θ¯′] : K
Γ, X : Type ⊢ Θ¯i = Θ¯′i (i = 1, . . . , n)
Γ ⊢ κX [Θ¯] = κX [Θ¯′] : K
PSCHX(Θ¯) Γ, X : Type ⊢ Θikind 1 ≤ i ≤ n










X [Θ¯], C, ιXn [Θ¯]])(z : M
X [Θ¯])C(z)
PSCHX(Θ¯) Γ, X : Type ⊢ Θikind
Γ ⊢ C : (MX [Θ¯])Type Γ ⊢ fi : Θ◦i [M
X [Θ¯], C, ιXi [Θ¯]]
Γ ⊢ aj :Mj(M
X [Θ¯]) 1 ≤ j ≤ m 1 ≤ i ≤ n
Γ ⊢ EX [Θ¯](C, f¯ , ιXi [Θ¯](a¯)) = fi(a¯,Φ
♮
1[M
X [Θ¯], C,EX [Θ¯](C, f¯), a1], . . . ,Φ
♮
k[M




Avec f¯ qui représente f1, . . . , fn, a¯ qui représente a1, . . . , am etARITYX(Θ) ≡
Φ1, . . . ,Φk. Rappelons que Θi est de la forme (x1 : M1) . . . (xm : Mm)X .
Nouvelle égalité




σ(n)[Θ¯m]) : (Fn)Fm Γ ⊢ k : Fn
(ϑ-eq)




σ(n)[Θ¯m])(k)) = E[Θ¯n](C2, aσ(1), ..., aσ(n))(k) : A
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Avec :
C ≡ [y : Fm]A : (y : Fm)Type,
C1 ≡ [z : Fn]Fm : (z : Fn)Type,




∀ : (A : Type)((A)Prop)Prop
Λ : (A : Type)(P : (A)Prop)((x : A)Prf(P (x)))Prf(∀(A,P ))
E∀ : (A : Type)(P : (A)Prop)(R : Prf(∀(A,P )))Prop)((g : (x :
A)Prf(P (x)))Prf(R(Λ(A,P, g))))(z : Prf(∀(A,P )))Prf(R(z))
On a l’égalité calculatoire suivante :





µX [Θ¯] : U
prf : (Prop)U
204
Les règles d’égalité associées sont les suivantes :
Γ ⊢ valid (T-prop)
Γ ⊢ T(prop) = Prop : Type
Γ ⊢ P : Prop
(T-prf)
Γ ⊢ T(prf(P )) = Prf(P ) : Type
Γ ⊢ µX [Θ¯] : U
(T-µ)
Γ ⊢ T(µX [Θ¯]) = MX [Θ¯] : Type
Sous-typage
• Coercions de base
Γ ⊢ A : Type Γ ⊢ B : Type Γ ⊢ c : (El(A))El(B) (A,B, c) ∈ R
(ST.1)
Γ ⊢ A <c B : Type
• Transitivité et congruence
Γ ⊢ A <c B : Type Γ ⊢ A = A′ : Type (ST.2)
Γ ⊢ A′ <c B : Type
Γ ⊢ A <c B : Type Γ ⊢ B = B′ : Type (ST.3)
Γ ⊢ A <c B
′ : Type
Γ ⊢ A <c1 B : Type Γ ⊢ B <c2 C : Type (ST.4)
Γ ⊢ A <[x:El(A)]c2(c1(x)) C : Type
Γ ⊢ A <c B : Type Γ ⊢ c = c′ : (El(A))El(B) (ST.5)
Γ ⊢ A <c′ B : Type
• Substitutions
Γ, x : K,Γ′ ⊢ A <c B : Type Γ ⊢ k : K (ST.6)




Γ ⊢ A <c B : Type (SK.1)
Γ ⊢ El(A) <c El(B) : Type
• Sous-sortes et produit dépendant
Γ ⊢ K ′1 <c1 K1 Γ, x
′ : K ′1 ⊢ [c1(x
′)/x]K2 = K
′
2 Γ, x : K1 ⊢ K2kind (SK.2)
Γ ⊢ (x : K1)K2 <c (x
′ : K ′1)K
′
2
avec c ≡ [f : (x : K1)K2][x′ : K ′1]f(c1(x
′)).
Γ ⊢ K ′1 = K1 Γ, x
′ : K ′1 ⊢ K2 <c2 K
′
2 Γ, x : K1 ⊢ K2kind (SK.3)
Γ ⊢ (x : K1)K2 <c (x
′ : K ′1)K
′
2
avec c ≡ [f : (x : K1)K2][x′ : K ′1]c2(f(x)).
Γ ⊢ K ′1 <c1 K1 Γ, x
′ : K ′1 ⊢ [c1(x
′)/x]K2 <c2 K
′
2 Γ, x : K1 ⊢ K2kind (SK.4)
Γ ⊢ (x : K1)K2 <c (x
′ : K ′1)K
′
2
avec c ≡ [f : (x : K1)K2][x′ : K ′1]c2(f(c1(x
′))).
• Transitivité et congruence pour sous-sortes
Γ ⊢ K1 <c K2 Γ ⊢ K2 = K
′
2 (SK.5)
Γ ⊢ K1 <c K
′
2
Γ ⊢ K1 <c K2 Γ ⊢ K1 = K
′
1 (SK.6)
Γ ⊢ K ′1 <c K2
Γ ⊢ K <c1 K
′ Γ ⊢ K ′ <c2 K
′′
(SK.7)
Γ ⊢ K <[x:K]c2(c1(x)) K
′′
Γ ⊢ K <c K
′ Γ ⊢ c = c′ : (K)K ′
(SK.8)
Γ ⊢ K <c′ K
′
• Substitution pour sous-sortes
206
Γ, x : K,Γ′ ⊢ K1 <c K2 Γ ⊢ k : K (SK.9)
Γ, [k/x]Γ′ ⊢ [k/x]K1 <[k/x]c [k/x]K2
Règles coercitives
• Application coercitive
Γ ⊢ f : (x : K)K ′ Γ ⊢ k : K0 Γ ⊢ K0 <c K (CA.1)
Γ ⊢ f(k) : [c(k)/x]K ′
Γ ⊢ f = f ′ : (x : K)K ′ Γ ⊢ k1 = k2 : K0 Γ ⊢ K0 <c K (CA.2)




Γ ⊢ f : (x : K)K ′ Γ ⊢ k0 : K0 Γ ⊢ K0 <c K (CD)
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