Summary
• Position of the computational problem
• The method of splines-based interpolations
• The computation of the splines coefficients
• The computation of the splines values
• A principle of virtual equivalence
• Pros and cons of the method

Numerical problems for burners
Design, development and engineering of industrial power burners have strong mathematical requests:
• computation of fields of temperature, pressure and velocity in the combustion chamber
• correct design of the combustion head for an optimal efficiency of the flame • computation of all the flows (air, oil, residual gases) 
Computational fluid dynamics
Numerical resolution of a system of PDEs for fluid flows is required:
• Navier-Stokes for velocity and pressure of flows Using finite difference in a computational grid, for every time step the number of computational flops is of order 10 9 , and from CourantFriedrichs-Lewy (CFL) condition, the time step must to be very small:
computation and graphic rendering of one minute of flow is very CPU expensive (some Gflop/s) and RAM consuming (hundreds of Mbytes)
Mathematical models and software
We have experimented three ways:
1. commercial software, based on finite elements method for a numerical resolution of Navier-Stokes equations; in general, the accuracy of solution is good, but the methods are not easy customizable and CPU-RAM expensive;
2. cellular automata model for the computation of velocity field, based on C or Fortran programs, very useful for generic geometries but RAM consuming; the treatment of the temperature is difficult; Cellular automaton model S. Wolfram (1986) has shown the equivalence between some cellular automata for fluids and Navier-Stokes equations With some simple customized models of cellular automata we have obtained good geometrical description of flows, but we have noticed difficulties on: 
The method of FD and interpolations
Two problems:
1. time-step is too small and generates a lot of non useful snapshots per second; 2. RAM occupation is very large even in the case of limited simulations.
Suppose to accept 10 snapshots/second; from CFL condition we have min space-step = 0.1 sec * 50 cm/sec = 5 cm For realistic resolution of single components and good graphic rendering, this value can be too high: for better final results, we have developed a method based on the interpolation of the computed values of FD solutions; we have experimented that CPUs effort and RAM occupation are lower than in the case of a fine grid simulation, without significant loss in the final resolution.
Phases for interpolations
The method is based on two steps for the graphic rendering of fluid particles trajectories, after the numerical computation of Navier-Stokes or CA model:
1. interpolation by cubic splines of the geometric positions of the particles:
2. fine valuation of every cubics in a suitable set of time values t i :
Fitting the trajectories
Let S the number of computed velocity vectors in a particle trajectory, M the number of trajectories.
What method for interpolation of speed-points?
• Bezier-like is not realistic for rendering the divergence of velocity field
• Chebychev or Least-Squares-like are too rigid in the case of a customized application
• polinomial-like is simple but often shows spurious effects as Runge phenomenon, p.e. :
We have obtained better results with a particular splines-based method.
The splines-based algorithm
Let S = 3 x N : a trajectory is divided into N groups, each of 4 points At every group the points are interpolated by three cubic polynomials imposing four analytical conditions:
• passage at P k point, 1 § k § 3
• passage at P k+1 point
• continuous slope at P k point
• continuous curvature at P k point For smooth rendering and for avoiding excessive twisting of trajectories, the cubics u k are added to the Bezier curve b associated to the four points:
Finding the splines
We consider a = b = 0.5
Let b = As 3 + Bs 2 + Cs + D (0 § s § 1) the Bezier curve of control points P 1 ,…,P 4 ; for every spline
the coefficients can be computed by the system (a, b, c, d) = T (P k+1 , P k , B, C, 1) (matrix-vector multiplication) where the matrix T is constant :
A global matrix for splines
We define the G matrix:
(0 is the 4 x 5 zero-matrix)
G is a 4M x 5M sparse matrix with density number < 1/M if b = (P k+1 , P k , B 1 , C 1 , 1, . . ., P k+1 , P k , B M , C M , 1) we can compute for every two-points group the coefficients of cubic splines for all the M trajectories: With a processor having a clock frequency of GHz order the total time can require some hundreds of seconds, which is a performance not very good for fast graphics; using 
