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Escola Politècnica Superior
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4.4.1 El procés de Certificació . . . . . . . . . . . . . . . . . . . 52
4.4.2 El procés de Recompte . . . . . . . . . . . . . . . . . . . . 52
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4.1 Estructura Genèrica d’un mòdul . . . . . . . . . . . . . . . . . . 41
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Caṕıtol 1
Introducció
Els recents avenços tecnològics estan afavorint l’entrada en la nostra societat de
l’anomenada “Democràcia Electrònica” [28]. Un dels avantatges proposats per
aquesta és un canvi de paradigma pel que fa a l’ús de tecnologies en els processos
electorals, això és, la utilització d’aquestes tecnologies per a la captació dels vots.
És en aquest tipus de situacions en les que parlem de vot electrònic [14].
Existeixen dues grans agrupacions de sistemes de vot electrònic: presencials
i remots o telemàtics; en els primers, com en el sistema tradicional, els votants
s’han de desplaçar al recinte electoral per tal d’emetre el seu vot, mentre que
en els segons s’utilitza una xarxa de comunicacions per tal de transmetre el
vot des de l’origen fins a la urna digital remota [14]. Aquest treball es centra
principalment en aquesta segona opció, la del vot electrònic remot.
L’entorn de la Universitat de Lleida (UdL) compleix una sèrie de requisits
(la mida de la comunitat universitària, les infraestructures de què disposa, el
fet que tothom té accés a un ordinador i el sap fer anar) que fan pensar que la
experimentació i progressiva implantació de sistemes de vot electrònic és una fita
assolible. Aquest treball tracta sobre l’estudi, adaptació i prova d’un sistema de
vot electrònic basat en programari lliure, JFreeVote [21].
1.1 Objectius
L’objectiu principal d’aquest treball és posar la primera pedra en la implantació
d’un sistema de vot electrònic basat en programari lliure a la UdL, en aquest cas
JFreeVote. Una descripció més detallada dels objectius d’aquest treball seria:
• Estudi del sistema a implantar.
• Adaptació de JFreeVote com a solució de vot electrònic per la UdL.
• Realització d’una prova pilot del sistema, per tal determinar cap on ha de
continuar el treball envers la progressiva implantació d’aquest sistema.
1.2 Motivacions personals
De bon principi em va resultar curiosa la forma en com vaig arribar a aquest
treball. Mentre la majoria de companys escollia professor pel Treball de Final
11
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de Carrera, jo vaig decidir que volia fer un treball que estigués relacionat amb la
criptografia, però incidint en la vessant pràctica d’aquesta disciplina. Aix́ı vaig
arribar fins al Carles Mateu, un professor amb qui fins llavors no havia tingut
cap contacte. Ell em va proposar realitzar aquest treball sobre Vot Electrònic
que ara esteu llegint.
1.3 Estructura del document
Aquest document està format pels següents caṕıtols:
Caṕıtol 1. Introducció al context del treball, definició d’objectius, motivacions
personals i llicència d’aquest document.
Caṕıtol 2. Descripció dels conceptes bàsics sobre criptografia i també sobre vot
electrònic.
Caṕıtol 3. Descripció del marc tecnològic d’aquest treball, necessari per poder-
lo seguir.
Caṕıtol 4. Descripció tècnica de l’arquitectura de JFreeVote, el treball d’adap-
tació realitzat aix́ı com els punts forts i febles trobats al sistema.
Caṕıtol 5. Descripció del desenvolupament de la Prova de Vot Electrònic rea-
litzada, aix́ı com les incidències sorgides i altres anotacions.
Caṕıtol 6. Descripció de les conclusions resultants de la realització del treball
i els aspectes en el quals treballar de cara a millorar JFreeVote.
1.4 Llicència del Document
Aquest document es distribueix sota els termes de la llicència Creative Commons
Reconeixement 2.5 Espanya. Podeu trobar un resum del text facilment llegible
al final d’aquest document.
Caṕıtol 2
Fonaments teòrics
-Pero el significado literal es “constructor de puentes”, aśı que es
un buen nombre para un criptosistema -añade Randy
-O para mı́, espero -dice Pontifex secamente-. Me alegro de que lo
veas aśı, Randy. Mucha gente consideraŕıa a un criptosistema como
un muro, más que un puente.
NEAL STEPHENSON, Criptonomicon III - El Código Aretusa
Una cadena es tan fuerte como el más débil de sus eslabones.
Proverbi popular
En aquest caṕıtol expliquem els conceptes bàsics sobre criptografia i segui-
dament expliquem la relació que existeix entre la criptografia i el vot electrònic.
2.1 Criptografia
La paraula criptografia [6, 5] és un terme d’origen grec que prové dels mots
κρυπτω (“ocult”) i γραϕω (“escriure”); es defineix com: “L’art d’escriure amb
una clau secreta o d’una manera enigmàtica”. Antigament, l’art de la criptografia
s’utilitzava per mantenir en secret la informació tramesa en temps de guerra.
Tanmateix, en l’època actual ha deixat de ser un art per convertir-se en un
conjunt de tècniques que ens permeten transmetre informació de forma segura
sobre canals insegurs aconseguint:
• Confidencialitat. Ocultar la informació a tercers no desitjats.
• Integritat. Detectar si la informació rebuda ha sofert cap tipus d’alteració
no autoritzada.
• Autenticació. Confirmar la identitat del remitent.
• No repudi. Evitar que el remitent negui haver prodüıt la informació.
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La peça bàsica de la criptografia és el criptosistema. Aquest és un algorisme
que transforma el missatge que volem enviar (text clar) en un missatge sense
sentit (text xifrat) i viceversa. A aquesta transformació se l’anomena xifrat (o
desxifrat) i està controlada per una o més claus. Existeixen dos tipus fonamentals
de criptosistemes:
• Criptosistemes simètrics. Són aquells en què s’utilitza la mateixa clau tant
per xifrar com per desxifrar.
• Criptosistemes asimètrics o de clau pública. Utilitzen una parella de claus.
Una d’elles s’utilitza per xifrar i l’altra per desxifrar.
A continuació descrivim les principals caracteŕıstiques de cada tipus.
2.1.1 Criptografia simètrica
La criptografia simètrica és el sistema criptogràfic més antic, utilitzat des de
l’antiguitat i encara en ús. Com que s’utilitza la mateixa clau per xifrar i desxi-
frar, emissor i receptor han d’utilitzar un canal segur per establir aquesta clau i
mantenir-la en secret.
Els criptosistemes simètrics es basen en els conceptes de confusió i difusió
introdüıts per Claude E. Shannon el 1949 [35]. D’una banda la relació entre el
text xifrat i la clau ha de ser molt complexa (confusió). De l’altra, cada caràcter
del text xifrat ha de dependre de molts caràcters del text clar per dissimular les
regularitats estad́ıstiques (difusió).




La seguretat d’aquest tipus de criptosistemes es basa en la impossibilitat
pràctica de fer una cerca exhaustiva de la seva clau i en la resistència a atacs
estad́ıstics. El principal avantatge d’aquest tipus de sistemes és el seu rendiment,
tot i que presenten els següents inconvenients:
• La distribució de claus, a causa de que com hem comentat, abans d’iniciar
la comunicació s’ha de distribuir la clau per un canal segur.
• La gestió de claus, a causa de que per a cada usuari amb el que vulguem
intercanviar informació necessitem una clau diferent.
• Manca de signatura digital, que permet aconseguir el no repudi.




El naixement de la criptografia asimètrica o de clau pública es va produir a
mitjans dels anys setanta, arrel de la publicació de l’article New directions in
cryptography [2] de Withfield Diffie i Martin Hellman. En aquest proposaven
“una solució al problema de com mantenir una conversa privada a través d’una
ĺınia insegura, si els dos interlocutors mai abans havien tingut cap contacte” [18],
que va revolucionar el món de la criptografia.
La criptografia de clau pública es basa en la utilització de dues claus com-
plementàries que mantenen una estreta relació; allò que es xifra amb una només
es pot desxifrar amb l’altra (i viceversa). D’aquesta manera, si publiquem una
tothom ens podrà enviar missatges que només nosaltres podrem desxifrar amb
la clau que mantenim en privat. La relació entre ambdues claus ha de ser prou
complexa, de forma que a partir de la clau pública no sigui possible esbrinar la
clau privada.
Aquest tipus de criptosistemes es basen en problemes matemàtics dif́ıcils de
resoldre, com per exemple la factorització de nombres enters o el problema del
logaritme discret. A partir d’aquests problemes s’implementen les anomenades
funcions unidireccionals amb trampa: funcions que són fàcils de calcular en un
sentit, però molt dif́ıcils d’invertir si no es coneix certa informació. Aquesta
informació forma part de la clau privada.
Una de les principals novetats d’aquests criptosistemes és que podem signar
digitalment els missatges que enviem. Xifrant el missatge amb la clau privada,
tothom (amb la clau pública) pot verificar que aquest missatge és nostre. Degut
a que aquests criptosistemes són més lents que els simètrics, normalment el que
es xifra no és el missatge sencer, sinó un resum que s’obté utilitzant una Funció
de resum (Funció de Hash) [20]. Aquesta funció transforma un text de mida
variable en un resum de mida fixa. Per a que sigui criptogràficament segura la
funció ha de complir els següents requisits:
• Ràpida de calcular.
• Unidireccional.
• Resistent a col·lisions.
Quan signem digitalment un missatge estem aconseguint autenticació i no repudi
de l’emissor, però alhora afegim integritat al missatge. Si a més el xifrem amb
la clau pública del receptor també aconseguirem confidencialitat.
Els criptosistemes de clau pública més utilitzats actualment per xifrar són
RSA i ElGammal, i per signar, a més, també s’utilitza el DSA (que utilitza el
mecanisme de signatura digital d’ElGammal).
El principal avantatge dels criptosistemes de clau pública és que resolen els
inconvenients dels simètrics. Tanmateix tenen l’inconvenient de que són consi-
derablement més lents degut a la complexitat dels càlculs que han de realitzar;
per això en la pràctica es combinen aquests dos tipus de criptosistemes.
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Sobre Digital
Una de les tècniques criptogràfiques que combinen criptosistemes simètrics i
asimètrics és el Sobre Digital [22]. Aquesta tècnica consisteix en xifrar un missat-
ge amb una clau simètrica generada aleatòriament (anomenada clau de sessió).
Llavors adjuntem al missatge xifrat la clau de sessió xifrada amb la clau pública
del destinatari i l’enviem. Aix́ı aprofitem la rapidesa del xifrat simètric i la gestió
de claus del xifrat asimètric.
2.1.3 Certificats digitals
Amb la criptografia asimètrica es resol el problema de la distribució de claus,
però es presenta un altre problema a resoldre: vincular d’alguna manera una clau
pública amb una persona f́ısica. Una de les formes de solucionar aquest problema
són els certificats digitals [19]. Aquests certificats contenen bàsicament una clau
pública i un identificador, signats digitalment per una autoritat certificadora
reconeguda per tots els participants en la comunicació.
El format de certificats X.509 (Recomanació X.509 de CCITT:“The Directory
Authentication Framework”. 1988) és el sistema de certificats de clau pública més
utilitzat i estès en l’actualitat. Aquest format permet treballar amb Autoritats
de Certificació i enllaçar certificats per crear estructures jeràrquiques. A més
només defineix la sintaxi dels certificats, per tant no està lligat a cap algorisme
en particular. L’estàndard X.509 contempla els següents camps:
• Versió.
• Número de sèrie.
• Identificador de l’algorisme utilitzat per la signatura digital.
• Nom del certificador.
• Peŕıode de validesa.
• Nom del subjecte.
• Clau pública del subjecte.
• Identificador únic del certificador.
• Identificador únic del subjecte.
• Extensions.
• Signatura digital de l’anterior generada pel certificador.
Per verificar l’autenticitat d’un certificat hem de comprovar la signatura di-
gital de l’autoritat que el va emetre. Les autoritats de certificació s’acostumen
a organitzar de forma jeràrquica, de manera que les de més avall en la jerarquia
estan certificades per una autoritat de rang superior. D’aquesta manera anem
pujant fins arribar a un nivell determinat, que estarà ocupat per una autoritat
que gaudeixi de la confiança de tota la gent implicada en la comunicació.
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Quan el certificat queda compromès (per destrucció o robatori de la clau
privada corresponent, per exemple), és necessari anular-lo i notificar a tothom
que en feia ús el moment a partir del qual el certificat deixa de ser vàlid. Per
fer això hem de ficar el certificat en una llista de revocació de certificats CRL
(Certificate Revocation List). Aquestes llistes són emeses per les Autoritats de
Certificació.
A la xarxa els certificats digitals s’acostumen a utilitzar per blindar les co-
municacions entre servidors (web, de correu, directori, etc.) i els ordinadors
personals dels usuaris.
2.1.4 Aplicacions criptogràfiques
En els darrers anys, degut sobretot al nombrosos avenços tecnològics, la investi-
gació en criptografia ha evolucionat cap a altres problemes pràctics més avançats,
les solucions dels quals s’erigeixen sobre les possibilitats que ofereix la criptogra-
fia de clau pública. A continuació exposem dues d’aquestes propostes: les Proves
de Coneixement Nul i els Esquemes per Compartir Secrets.
Proves de Coneixement Nul
Les Proves de Coneixement Nul (Zero-Knowledge Proofs) [32] resolen el proble-
ma de demostrar a una o varies persones el coneixement de certa informació
sense revelar-la. Abans de descriure el funcionament d’aquest tipus de proves,
definirem els diferents elements que les composen, per tal de facilitar la com-
prensió:
• Un Secret X, la informació del qual es vol demostrar la possessió.
• Un Demostrador (al qual anomenarem David), que és qui vol demostrar la
possessió del secret X.
• Un Verificador (al qual anomenarem Vı́ctor), que és qui vol comprovar que
en David posseeix X.
• Un Problema1 sobre el qual basar les preguntes al llarg de la prova.
En David, per demostrar que està en possessió del secret X, construeix un
problema matemàtic, de manera que X sigui una solució per aquest problema.
Llavors es produeixen una sèrie de rondes en les quals Vı́ctor afegeix un compo-
nent aleatori al problema i li demana a en David que el resolgui. Si en David
està en possessió del secret X podrà resoldre el problema correctament en totes
les rondes; altrament les probabilitats d’encertar aniran disminuint a mesura que
augmenti el nombre de rondes de la prova. A més, de les respostes d’en David
no és pot extreure informació útil per calcular X.
Tal com l’acabem de descriure, una Prova de Coneixement Nul es desenvolupa
de forma interactiva mitjançant l’intercanvi de missatges en ĺınia. Tanmateix,
aquestes proves es poden plantejar de forma no interactiva amb l’avantatge de
que qualsevol, i no només en Vı́ctor, pugui actuar com a verificador. Per a més
informació consultar [20].
1Normalment un problema matemàtic computacionalment costós.
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Esquemes per Compartir Secrets
Els esquemes per compartir secrets (Secret Sharing Schemes) [23, 31] ofereixen la
possibilitat de repartir un secret entre diverses persones, de manera que només es
pugui recuperar si es reuneixen un nombre mı́nim d’aquestes. Un dels primers i
més populars esquemes per compartir secrets és el que Adi Shamir va presentar el
1979. En aquests esquemes un persona anomenada repartidor reparteix el secret
entre els anomenats participants de manera que cadascun rep una peça d’infor-
mació anomenada fragment . Aquest secret es reparteix de manera que només
es podrà recuperar si reuneixen els seus fragments certs grups preestablerts de
participants que s’anomenen Subconjunts Autoritzats. Aquests esquemes estan
formats per almenys dos protocols:
1. El Protocol de distribució, en el que el repartidor distribueix el secret entre
els participants.
2. El Protocol de reconstrucció, en el que un Subconjunt Autoritzat de parti-
cipants recupera el secret ajuntant els seus fragments.
Els Esquemes per Compartir Secrets bàsics no contemplen la possibilitat de
detectar comportaments deshonests com:
• El repartidor enviant fragments incorrectes a tots o alguns els participants.
• Participants presentant fragments incorrectes durant el protocol de recons-
trucció.
Per resoldre aquests problemes existeixen els esquemes Verificables i els Pú-
blicament Verificables. En els primers només els implicats en l’esquema (parti-
cipants i repartidor) poden comprovar la honestedat de la resta, mentre que en
els segons qualsevol persona aliena a l’esquema pot comprovar que repartidor i
participants han actuat honestament.
Els esquemes per compartir secrets són útils per qualsevol acció important
que requereixi la participació de diverses persones (o màquines) com per exemple
l’administració de claus criptogràfiques o en votacions electròniques, a l’hora de
fer la constitució de la mesa electoral i en el recompte de vots.
2.2 Criptografia i vot electrònic
Un sistema de votacions electròniques necessita garantir les condicions anàlogues
a les del sistema tradicional de vot. En una votació presencial aquestes condicions
queden garantides per la urna transparent, la cabina de votació i l’escrutini
públic. Les votacions electròniques s’han de garantir mitjançant la conjunció de
diversos protocols i mecanismes criptogràfics formant el que s’anomena Esquema
de vot electrònic [13].
En aquest apartat exposem l’esquema de vot electrònic utilitzat per JFree-
Vote (2.2.4), i el d’una proposta provinent de la comunitat acadèmica (2.2.3),
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la que Berry Schoenmakers presenta a [33]2. Abans però, esmentarem els re-
quisits de seguretat (2.2.1) i els tipus de participants i fases habituals (2.2.2) en
aquest tipus de processos electorals. Per acabar, un cop vistes cadascuna de les
propostes, analitzarem els avantatges i inconvenients d’una i altra (2.2.5).
2.2.1 Requisits de seguretat del vot electrònic
La naturalesa digital dels vots, juntament amb l’existència d’actors privilegiats
en el nou escenari electrònic, plantegen una sèrie de qüestions de seguretat a
resoldre. Actualment en la comunitat cient́ıfica internacional existeix un bon
consens sobre quins haurien d’ésser aquests requisits de seguretat [13]:
Exactitud. Un esquema de vot és exacte si no és possible alterar o eliminar un
vot que s’hagi validat, ni tampoc resulta possible incloure en el recompte
un vot no vàlid.
Democràcia. Un esquema de vot és democràtic si permet votar tan sols als
votants censats i una sola vegada.
Privacitat. En el requisit de privacitat intervenen tres factors:
1. L’esquema de vot ha d’ésser anònim, de manera que no sigui possible
esbrinar el vot de cap votant.
2. L’esquema ha d’evitar que cap votant pugui demostrar quin ha sigut
el seu vot, per tal d’eliminar la possibilitat d’extorsions o compra de
vots.
3. L’esquema ha de garantir la no existència de recomptes parcials abans
del final de la votació.
Verificabilitat. Un esquema de vot és verificable si els votants poden comprovar
que els seus vots han sigut realment inclosos en el recompte final. Una
variant més rigorosa d’aquest requisit és la verificabilitat universal, en el
sentit de que cada votant (i, en general, qualsevol persona) pugui verificar
la integritat de tot el conjunt de vots.
2.2.2 Participants i fases del procés electoral
Els participants d’una votació electrònica són en general el votants i les autoritats
electorals. El nombre i propòsit de les diferents autoritats electorals varia en
funció de l’esquema de vot [27]. Independentment dels participants, una votació
electrònica s’acostuma a dividir en les següents fases:
1. Fase de Registre. Aquesta fase varia en els diferents esquemes. En
alguns es realitza el registre de votants electes per crear el cens electoral,
mentre que en altres es registren les autoritats electorals3.
2No és intenció d’aquest treball entrar en els detalls formals de l’esquema de vot electrònic
de Berry Schoenmakers, sinó tenir algun tipus de referència amb la qual comparar l’esquema
de JFreeVote
3Aquest és es cas de JFreeVote.
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2. Fase de Votació. En aquesta fase els votants emeten els vots.
3. Fase de Recompte. En aquesta fase realitza el recompte i es publiquen
els resultats.
2.2.3 Esquemes formals
Des dels seus inicis el vot electrònic ha despertat l’interès de la comunitat
acadèmica. Aquesta aporta el seu granet de sorra al progrés en aquest camp
amb la presentació d’esquemes rigorosament estudiats pel que fa als requisits
de seguretat i cost d’implementació. Alguns d’aquests esquemes posteriorment
han sigut utilitzats en implementacions reals com per exemple pnyx de SCYTL4,
basat en els treballs en aquest camp d’Andreu Riera i Joan Borrell, o el projecte
Votescript5 del qual han derivat diverses proves de vot electrònic experimentals.
En aquest apartat expliquem, a grans trets, el funcionament de l’esquema de
vot que Berry Schoenmakers6 proposa a [33]; també comentem com aquest es-
quema aconsegueix cadascun dels requisits de seguretat descrits (2.2.1). Aquest
esquema de vot es basa en un Esquema per Compartir Secrets Públicament Ve-
rificable (Publicy Verifiable Secret Sharing Scheme) que Schoenmakers presenta
en el mateix article. A continuació descrivim aquest ECSPV.
L’esquema està format per tres protocols: inicialització, distribució i recons-
trucció. Durant el protocol d’inicialització es creen i publiquen els paràmetres
necessaris per l’execució del sistema; a més cada participant registra una clau
pública.
Pels protocols de distribució i reconstrucció, Schoenmakers proposa afegir la
generació de proves d’honestedat i els mecanismes necessaris per a que qualsevol
pugui verificar les proves sense la participació dels implicats (repartidor i parti-
cipants). D’aquesta manera, durant el protocol de distribució, a part de generar
els fragments i publicar-los xifrats, el repartidor publica les dades necessàries
per verificar que cada fragment és resultat de repartir el secret, sense haver de
revelar el secret ni el contingut dels fragments. Això s’aconsegueix mitjançant
una Prova de Coneixement Nul no interactiva. Com que qualsevol pot verificar
els fragments, es pot descartar la possibilitat de que algú es queixi si ha ha rebut
un fragment correcte.
En el protocol de reconstrucció els participants desxifren els seus fragments
i els publiquen juntament amb una prova que mostra que el fragment publicat
és el que el repartidor els va entregar. En aquest cas s’utilitza també una Prova
de Coneixement Nul no interactiva per tal que els participants demostrin el
coneixement de la clau privada amb què han desxifrat el fragment rebut sense
mostrar la clau.
A partir d’aquest ECSPV Schoenmakers construeix un esquema de vot elec-
trònic universalment verificable. Aquest assumeix la disponibilitat del que s’ano-
mena Taulell d’Anuncis. Un Taulell d’Anuncis és una mena d’urna digital amb
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veure com entren els vots, però no el contingut. Per a més informació consultar
[3].
En aquest esquema les Autoritats de Votació es divideixen entre les Autoritats
de Recompte i un grup d’Observadors Passius. En aquest esquema una votació
es divideix en dues fases:
• Fase d’emissió de vots. Els votants envien al Taulell d’Anuncis els
missatges que contenen el resultat7 d’aplicar el protocol de distribució sobre
el vot, que és el secret que repartiran entre les Autoritats de Recompte;
aquests missatges també contenen les dades necessàries per verificar la
validesa del vot emès. El Taulell d’Anuncis verifica que els vots són vàlids
i descarta aquells que no ho siguin; aix́ı mateix també s’encarrega de desar
els fragments xifrats en les seccions de les Autoritats de Recompte. En
aquesta fase les Autoritats de Recompte no han de fer res.
• Fase de recompte. Cada Autoritat de Recompte acumula tots els frag-
ments xifrats dels diferents vots rebuts i aplica el protocol de reconstrucció
sobre tot el conjunt de fragments. D’aquesta manera combinant el resultat
de cadascun en aplicar aquest protocol es calcula el recompte final.
Al final de la votació els Observadors Passius poden auditar tot el procés
i verificar el correcte funcionament del sistema [34]. Tècnicament cada votant
actua com a repartidor del ECSPV i les Autoritats de Recompte actuen com a
participants8; a més, en cap de les fases es requereix cap mena d’interacció entre
votants i Autoritats de Recompte.
Passem a veure com aconsegueix aquest esquema els requisits de seguretat
proposats abans:
• Exactitud. El Taulell d’Anuncis s’encarrega de garantir aquest requisit,
degut a que ningú pot eliminar la informació que hi entra. D’altra banda, el
mateix Taulell d’Anuncis només permet l’entrada de vots vàlids, de manera
que en el moment del recompte només hi haurà vots vàlids.
• Democràcia. Com que els votants no necessiten enviar els missatges de
forma anònima resulta senzill controlar que algú intenti votar dos cops o
que ho intenti algú que no està censat.
• Privacitat. El fet que els vots que arriben al Taulell ho fan en forma de
fragments xifrats amb diferents claus, evita que es pugui esbrinar el vot de
cap votant o que es puguin dur a terme recomptes parcials; almenys mentre
el grup d’Autoritats de Recompte que ho intenti no sigui un Subconjunt
Autoritzat. D’altra banda, gràcies a la utilització de Proves de Coneixement
Nul, el votant no té forma de demostrar el que ha votat; només que ha emès
un vot vàlid i l’ha distribüıt correctament entre les Autoritats de Recompte.
7És a dir, els fragments xifrats i la prova de correcta distribució.
8Notem que el significat de participants en el context d’un Esquema per Compartir Secrets
és diferent del significat en el context de l’esquema de vot.
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• Verificable. L’ECSPV sobre el que es construeix aquest esquema de vot
garanteix que qualsevol, i en aquest cas en particular els Observadors Pas-
sius, puguin verificar al final de la votació que tots els vots s’han tingut en
compte.
2.2.4 Esquemes pràctics
No totes les propostes d’esquemes pel vot electrònic es fonamenten en articles de
la comunitat acadèmica. En aquest camp tothom hi col·labora amb el que sap;
algunes propostes són fruit de l’aplicació d’uns coneixements, sense cap altra
intenció que la de donar una solució alternativa a les ja existents, en base a
uns principis bàsics. Aquest és el cas de l’esquema de vot de FreeVote, que va
crear Juan Antonio Mart́ınez9 com a resposta a la necessitat d’una associació de
caràcter nacional, Hispalinux, d’escollir anualment el membres de la seva Junta
Directiva. JFreeVote ha heretat l’esquema de vot de FreeVote, el seu antecessor.
Aquest esquema de vot no utilitza cap protocol criptogràfic gaire sofisticat,
es basa tan sols en criptografia estàndard. Les Autoritats de Votació en aquest
són els interventors, que s’encarreguen de la custòdia i verificació individual dels
vots, i de la publicació del recompte final. En JFreeVote una votació consisteix
en les següents fases:
1. Fase de Registre. En aquesta fase es registren els interventors. Cada
cop que es registra un interventor, es genera per a aquest una parella de
claus asimètriques i s’emmagatzemen xifrades.
2. Fase de Votació. Els votants s’autentiquen davant el servidor i li envien
els seus vots. El servidor en rebre un vot el processa de la següent manera:
(a) Verifica que el vot és vàlid.
(b) Xifra el vot amb una clau generada aleatòriament10.
(c) Afegeix al votant a la llista dels que ja han votat per tal d’evitar que
pugui tornar a votar.
(d) Per a cada interventor registrat emmagatzema el vot xifrat i la Clau
de Vot xifrada amb la Clau Pública d’aquest (Figura 2.1).
Un cop processat el vot, el servidor retorna al votant un certificat de vot
amb el qual pot adreçar-se a un interventor per verificar el vot emès. Aquest
certificat conté la Clau de Vot. D’altra banda, periòdicament, els interven-
tors es posen en contacte amb el servidor per rebre les dades corresponents
als vots emesos.
Quan un votant li proporciona un interventor el certificat de vot, aquest
utilitza la Clau de Vot que conté el certificat per extreure la informació del
vot corresponent. Un certificat tan sols permet desxifrar el vot emès, sense
proporcionar cap tipus d’informació sobre la identitat del votant.
9http://www.dit.upm.es/∼ jantonio/
10En endavant anomenarem a aquesta Clau de Vot
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Figura 2.1: Dades que guarda un interventor per cada vot
3. Fase de Recompte. Un cop finalitzada la fase anterior, els interventor
recuperen del servidor la clau privada necessària per extreure les claus de
vot rebudes. A partir d’aquestes obtenen els vots i calculen el resultat de
la votació. Llavors tots els interventors comparen els resultats obtinguts,
per verificar que tots ells han actuat honestament i no han manipulat el
resultat. Finalment, si tot és correcte publiquen el resultat final en el lloc
adient.
En certa manera, podem entendre què el servidor de JFreeVote encapsula
cada vot en una mena de Sobres Digitals (2.1.2), un per a cada interventor
registrat, amb la diferència de què l’interventor no podrà obrir tots els sobres
fins a la Fase de Recompte, quan recuperi la seva clau privada del servidor.
La clau amb la qual es xifra cada vot, i que es retorna al votant mitjançant el
certificat de vot, es correspon a la clau de sessió de cada sobre digital, aix́ı, en cas
que vulguem obrir un dels sobres per verificar el seu contingut, només necessitem
aquesta clau.
Preferentment convindria que es registrés un interventor per cada partidari
de cadascuna de les possibles opcions o grup d’opcions de vot11, d’aquesta ma-
nera tots es veurien obligats a actuar honestament; altrament les diferencies en
els resultats de cada interventor, obligarien a anul·lar el procés electoral o, en el
millor dels casos a la impugnació del procés per tal de detectar qui no ha actuat
honestament. Aix́ı doncs en aquest esquema s’aconsegueix forçar la honeste-
dat de les autoritats de recompte (interventors), sense cap tipus de tecnologia
sofisticada: pel seu propi bé a tothom li convé actuar honestament.
11L’exemple més clar serien unes eleccions municipals, on convindria que hi hagués un inter-
ventor per Partit que presentés candidatura.
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JFreeVote tot i no ser un sistema perfecte, aconsegueix complir els requisits
de seguretat pel vot electrònic:
• Exactitud. D’una banda si algun interventor esborrés o modifiqués un
vot es detectaria al final de la votació quan tots comparessin els resultats
individuals; a més, és com major sigui la periodicitat amb què els interven-
tors demanen els vots al servidor, menor és la probabilitat de que aquest
els pugui esborrar o modificar. De l’altra, el servidor estableix els controls
necessaris per tal d’acceptar només vots vàlids.
• Democràcia. El servidor estableix el control d’accés per evitar que usu-
aris no censats puguin votar. Aix́ı mateix, manté un registre dels usuaris
censats que han votat per tal d’evitar que ho puguin tornar a fer.
• Privacitat. La RAE defineix la Seguretat Juŕıdica com “la qualitat de
l’ordenament juŕıdic, que implica la certesa de les seves normes i, con-
seqüentment, la previsibilitat de la seva aplicació”. Una altra accepció
d’aquest terme el defineix com “la seguretat de les persones enfront el
poder de l’estat, és a dir, de l’acció de les persones què l’ostenten” [42];
JFreeVote s’empara en aquesta darrera accepció del terme per relaxar una
mica el requisit de privacitat, a fi i efecte de poder dotar al sistema de
major transparència i de mecanismes que, degut a la opacitat del sistema,
permetin dur a terme impugnacions. Segons això tenim que és necessari
que:
– En cas que sigui necessari, s’ha de poder relacionar un vot amb el
votant. Compte, no el contingut del vot en śı.
– Es necessari que un votant pugui comprovar que el vot s’ha emès i
que conté el que ha votat.
Aix́ı, tenim que excepte l’esmentat en els dos punts anteriors, a la seva
manera, JFreeVote compleix el requisit de Privacitat:
1. Cap autoritat electoral pot relacionar el contingut d’un vot amb un
votant, ja que, d’una banda, el servidor els emmagatzema xifrats i,
d’una altra els interventors no reben cap informació sobre el propietari
del certificat de vot que se li proporciona per la verificació.
2. Tot i que el certificat de vot permet al votant demostrar quina opció ha
votat, per tal de minvar les possibilitats de venda de vots, tan sols seria
necessari modificar el programari de l’interventor per tal que només
pogués verificar els vots un cop finalitzat el procés electoral (aquesta
solució no permet solucionar el problema de la venda/coacció de vots
en aquells casos que es poden donar en el vot tradicional12).
3. Els interventors no poden realitzar el recompte fins que no finalitzi la
Fase de Votació i obtinguin les claus mestres del servidor.
12Per exemple en aquells casos en què el votant està coaccionat a introduir en la urna un
sobre que prèviament li ha sigut facilitat.
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• Verificabilitat. El certificat de vot que el servidor retorna als votants
permet que aquests verifiqui individualment el seu vot.
2.2.5 Avantatges i inconvenients
Un dels principals inconvenients dels sistemes de vot electrònic és que el sistema
informàtic que els fa possibles només pot ser administrat per personal qualificat,
de manera que el nombre de persones que poden gestionar una votació es veu
redüıt. En canvi el sistema de vot tradicional no necessita personal altament
qualificat per gestionar una votació, i a més les persones que realitzen aquestes
tasques es trien aleatòriament entre el conjunt total de votants en cada votació.
El principal avantatge de Schoenmakers és que ofereix una transparència similar
a la el vot tradicional. Podem pensar que les persones que formen part del
grup d’Observadors Passius es podrien triar aleatòriament entre el conjunt de
votants, de manera que com en el sistema de vot tradicional fossin diferents
en cada votació. Tanmateix, el principal inconvenient d’aquest esquema de vot
electrònic és que es tracta d’una proposta sobre paper. JFreeVote per la seva
banda, tot i no oferir tanta transparència, és una aplicació de vot electrònic real.
A mode de conclusió, seria interessant adaptar l’esquema de vot de JFreeVote
per a que els votants poguessin actuar com a Autoritats de Votació, per tal
d’augmentar la confiança en el sistema.
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Caṕıtol 3
Fonaments tecnològics
Java: A simple, object-oriented, network-savvy, interpreted, robust,
secure, architecture neutral, portable, high-performance, multithrea-
ded, dynamic language.
JAMES GOSLING, BILL JOY,
GUY STEELE AND GILAD BRACHA,
The Java Language: An Overview
En aquest caṕıtol expliquem d’una banda, les caracteŕıstiques de la tecnologia
Java, entrant una mica en detall en el funcionament de RMI i JavaMail, i de
l’altra, els conceptes bàsics sobre el servei de directori LDAP, aprofundint en
JNDI, l’API de Java per treballar amb serveis de noms i de directori.
3.1 Java
Java [25, 15] és una tecnologia creada per Sun Microsystems a principis dels 90
com a eina de desenvolupament de programari per a dispositius electrònics de
consum. Els objectius eren implementar una màquina virtual i un llenguatge de
programació amb una estructura i sintaxi similar a C++, però sense les dificultats
de desenvolupament d’aquest.
Aquest primer projecte de Java va fracassar i va passar a segon pla fins
el 1995. Llavors amb la popularitat d’Internet Sun va veure que aquest era
l’instrument ideal per promocionar Java i el van presentar en societat.
Les principals caracteŕıstiques de Java són:
• Simple. Ofereix tota la funcionalitat d’un llenguatge potent com C++,
però sense molts dels aspectes complexos que es consideraven innecessaris
o que provocaven ambigüitats. A més està basat en C++ cosa que facilita
l’aprenentatge.
• Orientat a objectes. És un llenguatge totalment orientat a objectes;
aquest era un dels principis de disseny de Sun en crear-lo. Suporta les tres
caracteŕıstiques pròpies del paradigma de la orientació a objectes: encap-
sulació, herència i polimorfisme.
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• Robust. Es realitzen verificacions en busca de problemes tant en temps
de compilació com en temps d’execució. A més utilitza un recol·lector de
brossa que allibera als programadors dels problemes que suposa la gestió
de memòria (punters).
• Distribüıt. Proporciona una col·lecció de classes i eines que faciliten la
creació d’aplicacions distribüıdes.
• Multiplataforma. Els programes escrits en Java es poden executar en
qualsevol plataforma de maquinari i/o programari per a la qual existeixi
una implementació de la Màquina Virtual de Java.
• Interpretat. El compilador de Java transforma el codi font en un codi
intermedi anomenat Java Bytecode, que posteriorment és interpretat per
la Màquina Virtual.
• Multifil. Permet la sincronització de múltiples fils d’execució a nivell de
llenguatge.
• Dinàmic. La Màquina Virtual carrega les classes en memòria a mesura que
les necessita, sota demanda. Això permet modificar les classes individuals
sense haver de recompilar tota una aplicació per adoptar els canvis.
• Segur. Incorpora mecanismes de seguretat que permeten controlar els
recursos als que pot accedir una aplicació (fitxers locals, connexions a la
xarxa. . . ). També permet utilitzar signatures digitals per assegurar l’au-
tenticitat de l’autor del codi [1].
La versió de Java utilitzada per JFreeVote es coneix com Java 2 i va ser
presentada per Sun a finals de l’any 1998. Aquesta va ser la primera versió en
què es dividia el Software Development Kit (SDK) en tres parts:
J2SE. Orientada principalment al desenvolupament d’aplicacions per a ordina-
dors d’escriptori.
J2EE. Orientada al desenvolupament d’aplicacions per a entorns empresarials.
J2ME. Orientada al desenvolupament d’aplicacions per a dispositius amb re-
cursos limitats com PDA i telèfons mòbils, entre d’altres.
A continuació aprofundim una mica més en RMI i JavaMail.
3.1.1 Remote Method Invocation
RMI [12] és l’eina de Java que permet crear aplicacions distribüıdes senzilles
escrites ı́ntegrament en Java. Amb RMI podem invocar mètodes sobre objectes
remots amb la mateixa facilitat que si es tractessin d’objectes locals.
Les aplicacions RMI estan formades per dos programes separats: un servidor
i un client. D’una banda el servidor crea objectes remots, fa les referències a
aquests objectes accessibles, i espera que els clients invoquin mètodes d’aquests
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objectes remots. De l’altra el client obté una referència remota a un o més d’un
objecte remot del servidor i aleshores invoca mètodes dels objectes.
RMI ofereix el mecanisme mitjançant el qual servidor i client es comuniquen
i es passen informació. Aquest mecanisme es basa en els anomenats stubs i
esquelets, que amaguen la complexitat de la comunicació entre els dos programes
a través de la xarxa. Quan un client rep una referència a un servidor RMI obté
un stub que s’encarrega de donar format als arguments, fer servir la serialització
i enviar la invocació al servidor. A la banda del servidor, RMI rep la invocació
i la connecta a un esquelet que s’encarrega de restituir el format als arguments
i invocar la implementació del mètode al servidor; un cop executat el mètode,
l’esquelet dóna format al resultat (sigui un valor o una excepció) i envia el valor
al client o provoca l’excepció. Els stubs i els esquelets es generen a partir de
la implementació del servidor. A més tots els objectes que s’utilitzin com a
paràmetres, valors de retorn o excepcions en els mètodes remots han de ser
serialitzables.
JFreeVote és una aplicació distribüıda de vot electrònic en què el paper de
servidor RMI l’interpreta el Servidor de JFreeVote, mentre que el de client el
comparteixen el Client de Vot i Administració, i l’Interventor.
3.1.2 JavaMail
JavaMail [24, 39, 40] és una API que defineix un conjunt de classes abstractes
que modelitzen un sistema de correu. Aquesta API és una extensió estàndard de
l’API de J2SE que ofereix un framework independent de plataforma i de protocol
per construir clients de correu electrònic basats en Java.
Aquesta API es divideix en dues parts: la primera es concentra en enviar,
rebre i gestionar missatges independentment del protocol utilitzat, mentre que
la segona es centra en l’ús espećıfic dels protocols. A part JavaMail utilitza el
JavaBeans Activation Framework (JAF) pel treball amb fitxers adjunts.
Les classes que formen el nucli (la primera part) de l’API són:
Session. Defineix una sessió de correu bàsica, a través de la qual funciona tota
la resta. Aquesta, defineix les propietats que configuren la interf́ıcie entre
un client de correu i la xarxa. Aquesta classe també actua com a factoria
d’objectes Store i Transport que implementen protocols espećıfics d’accés
i transport de missatges.
Authenticator. Controla els aspectes de seguretat de d’una sessió.
Message. Defineix un conjunt d’atributs i contingut per un missatge de cor-
reu. Els atributs especifiquen informació sobre l’adreçament i defineixen
l’estructura del contingut, incloent el tipus de contingut.
Address. Representa una adreça de correu. Les subclasses ofereixen la semàn-
tica espećıfica per cada implementació. A més, JavaMail no ofereix cap
mecanisme per comprovar la validesa d’una adreça.
Transport. Modelitza l’agent encarregat de contactar amb el servidor de correu
per tal de fer arribar un missatge a la seva adreça de dest́ı. Les implemen-
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tacions de Transport parlen el llenguatge del protocol espećıfic per enviar
el missatge.
Store i Folder Les classes Store i Folder s’utilitzen per obtenir missatges d’un
compte de correu. D’una banda Store defineix una base de dades que
conté la jerarquia de carpetes i els missatges que contenen; també defineix
el protocol per accedir a les carpetes i recuperar-ne els missatges. De
l’altra, Folder representa una carpeta que conté missatges. Les carpetes
poden contenir subcarpetes i missatges, formant en conjunt una estructura
jeràrquica.
En aquest treball hem utilitzat la versió 1.3.2 de JavaMail per implementar
un Mòdul de Gestió de Correu pel servidor de JFreeVote.
3.2 LDAP
LDAP (Lightweight Directory Access Protocol) [26, 30, 38] és un protocol de
tipus client-servidor per accedir a un servei de directori. Inicialment es va uti-
litzar com a interf́ıcie per a X.500, però també es pot utilitzar amb servidors de
directori únics i amb altres tipus de servidors de directori.
3.2.1 Concepte de directori
Un directori és una base de dades jeràrquica que conté informació més descripti-
va, basada en atributs. Està pensat per emmagatzemar informació que es llegeix
més del que s’escriu. Per això els directoris no implementen els complicats es-
quemes per a transaccions o esquemes de reduccions (rollback), que les bases de
dades relacionals utilitzen per dur a terme actualitzacions complexes de grans
volums de dades. Per contra, les actualitzacions en un directori són normalment
canvis senzills del tipus “tot o res”, si es que permeten alguna cosa.
Els directoris estan enfocats a proporcionar una resposta ràpida a operacions
de cerca i consulta. Poden tenir la capacitat de replicar informació de manera
àmplia, amb la finalitat d’augmentar la disponibilitat i fiabilitat, i al mateix
temps, reduir el temps de resposta. Quan es duplica la informació d’un directori,
es poden acceptar inconsistències temporals entre la informació que hi ha a les
rèpliques, sempre que finalment existeixi una sincronització.
3.2.2 Funcionament de LDAP
El servei de directori LDAP es basa en el model client-servidor. Un o més
servidors LDAP contenen les dades que formen l’arbre del directori LDAP. El
client es connecta al servidor LDAP i realitza la consulta; llavors el servidor
contesta amb les dades demanades, o amb una indicació d’on pot trobar les
dades el client. Per importar, exportar o modificar la informació d’un directori
LDAP s’utilitza generalment un fitxer amb un format conegut com LDIF.
Un directori guarda i organitza la informació en estructures de dades anome-
nades entrades. Una entrada és un objecte amb atributs. El nom distintiu (DN,
Distinguished Name) és l’atribut que identifica ineqúıvocament cada entrada del
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directori; aquest atribut està composat pel nom de l’entrada en qüestió, més la
ruta de noms que permeten rastrejar l’entrada cap endarrere fins a l’arrel de la
jerarquia del directori.
El tipus de informació que pot contenir un directori ve delimitat per les
definicions d’esquema amb les quals pot treballar. Un esquema LDAP conté la
definició dels atributs que es poden utilitzar i les classes d’objectes que permeten
utilitzar cada atribut. Els atributs poden ser obligatoris o opcionals. Els primers
són aquells que han d’estar presents a les entrades que utilitzin la classe d’objectes
que els defineix, mentre que els segons no cal que estiguin presents si no són
necessaris. Totes les entrades han de tenir l’atribut ObjectClass, que determina
el tipus d’objectes que conté l’entrada.
3.2.3 APIs de Java per treballar amb LDAP
Java Naming and Directory Interface (JNDI) [4, 37] proporciona a les aplicacions
desenvolupades en Java accés als serveis de noms i directori. Està dissenyat per
ser independent de qualsevol implementació de servei de noms o directori.
L’arquitectura de JNDI consisteix en una API i un SPI (Service Provider
Interface). Les aplicacions Java utilitzen l’API JNDI per accedir a una gran
varietat de serveis de noms i directoris. Per a que una aplicació pugui treballar
amb un servei de noms o directori particular, hi ha d’haver un provëıdor per a
aquest servei. Aqúı es on entra JNDI SPI. Un provëıdor de servei és un conjunt
de classes que implementen diverses interf́ıcies JNDI per a un servei de noms o
directori espećıfic.
En JNDI l’eina bàsica de treball és el context, que en l’àmbit dels serveis de
directori és un conjunt d’entrades de directori. JNDI modelitza els contexts en
serveis de directori mitjançant la interf́ıcie DirContext; la implementació que
ens permet treballar amb aquests serveis és la classe InitialDirContext.
Per crear una instància de InitialDirContext, li hem d’indicar al seu cons-
tructor unes propietats d’entorn espećıfiques sobre el directori amb el qual volem
treballar:
• Provëıdor de serveis a utilitzar.
• URL del servidor amb el qual s’ha de contactar.
• Nivell de seguretat a utilitzar en les comunicacions entre client i servidor.
• Identificador de l’usuari que utilitzem per autenticar-nos contra el directori.
• Credencials (normalment la contrasenya) de l’usuari indicat.
Com ja hem comentat abans, una de les operacions més comunes amb els
serveis de directori són les cerques sobre les seves dades en base a criteris molt
variats, per això la classe InitialDirContext proporciona una col·lecció d’im-
plementacions del mètode search que permet especificar de moltes maneres la
cerca a realitzar. Entre els paràmetres que podem especificar per la cerca tenim:
Base. DN que indica el punt de partida de la cerca.
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Filtre. JNDI permet especificar filtres de cerca amb la mateixa sintaxi que
LDAP; això li permet oferir tota la flexibilitat d’aquest tipus de filtres.
SearchControls. Control sobre com opera la cerca, concretament sobre: l’àm-
bit de cerca, el temps ĺımit de cerca, la quantitat ĺımit de resultats a
retornar, els atributs a retornar i si desitgem que el servidor segueixi les
entrades referral1.
En aquest treball hem utilitzat JNDI per implementar un driver de de gestió
d’usuaris basat en LDAP(4.2.1).
1Això vol dir si volem que sigui el servidor a qui fem la consulta qui demani les dades a un
altre servidor si ell no les té.
Caṕıtol 4
Arquitectura
Lo mejor es enemigo de lo bueno.
Voltaire
JFreeVote és una col·lecció d’utilitats que permeten dur a terme un procés
de vot electrònic, garantint:
• Autenticació clara i fiable del votant.
• Unicitat de vot.
• Secret del vot, mitjançant sistemes de xifrat.
• Possibilitat de recompte diferit en intervenció de tercers.
• Atomicitat de les transaccions, possibilitat de recuperació davant caigudes.
• Resistència a atacs per inspecció de continguts.
• Independència de la plataforma i de la base de dades utilitzada.
• Possibilitat d’emissió de certificats al votant.
• Capacitat de gestionar simultàniament múltiples consultes, cadascuna amb
el seu propi cens i sistema d’autenticació. Cada consulta alhora pot tenir
múltiples preguntes i respostes.
• Possibilitat d’abstenció, vot en blanc, delegació o subrogació de vot.
• Inclusió de fòrums de debat i xat, per deliberar.
El disseny modular permet afegir o modificar funcionalitats existents, tan
sols canviant el mòdul corresponent. Aix́ı, per exemple, és possible afegir nous
sistemes d’autenticació, o de criptografia, mitjançant canvis senzills. JFreeVote
està orientat tant a l’ús domèstic (vot des de casa) com presencial (mitjançant
cabina electoral). Consta de diferents aplicacions:
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1. Client de vot i administració
El client de JFreeVote és una solució completa i integrada del Sistema de
Vot Electrònic (J)FreeVote. Aquest s’ofereix com a aplicació autònoma i
com a applet per executar des d’un navegador. El client proporciona accés
totes les funcions relacionades amb el procés de vot electrònic:
• Administració de votacions.
• Administració de censos.
• Procés d’autenticació.
• Procés d’emissió i delegació o subrogació de vot.
• Visualització i monitorització de resultats.
• Fòrums i xat.
• Ajuda en ĺınia.
2. Servidor de votacions
El servidor de JFreeVote s’encarrega dels següents processos:
• Gestió de votacions i censos.
• Autenticació.
• Control de fòrums i xat.
• Emissió de vots i certificats.
• Generació de registres(logs).
S’ha tingut molta cura en la separació dels subsistemes d’autenticació i con-
trol de votacions. Cadascun correspon a un mòdul independent, de manera
que el segon rep com a identificador un tiquet (4.1.2), sense possibilitat de
correlació amb les dades del votant. A més el servidor de JFreeVote no em-
magatzema directament les dades de la votació, sinó que les xifra i delega
la seva custodia i recompte sobre sistema d’intervenció, una aplicació inde-
pendent. D’aquesta manera, una inspecció directa del sistema obstaculitza
la obtenció de dades sobre el procés de votació. Cada votació pot tenir
associats un o varis interventors, en els quals els usuaris poden verificar els
seus certificats de vot.
3. Mòdul Interventor
El mòdul d’intervenció és l’encarregat de les funcions de custodia i recompte
dels vots registrats al mòdul servidor.
És una aplicació independent que es connecta al servidor i rep dades de
vots xifrades. Degut a que no disposa de la clau mestra de desxifrat fins que
no finalitza la votació, no és possible obtenir recomptes parcials durant el
procés. De la mateixa manera, el mòdul interventor no rep cap informació
sobre les dades identificadores dels votants, per tant és impossible efectuar
cap correlació.
A més, realitza la tasca de Certificació dels vots emesos, mitjançant la
verificació dels certificats de vot emesos pel servidor.
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4. Aplicació de cabina electoral
Pels casos de votació presencial en què no és necessària la potència del
client estàndard, JFreeVote ofereix un sistema d’autenticació presencial i
un client lleuger de vot. Aquest es pot utilitzar en terminals X (Network
Computers) senzills i barats per a l’ús en col·legi electoral.
Per veure com funciona JFreeVote descriurem cadascuna de les aplicacions an-
teriors1 i les interaccions entre elles.
4.1 Conceptes Globals
En l’arquitectura de JFreeVote hi ha alguns elements que són comuns a totes o a
algunes de les aplicacions, amb un funcionament idèntic o com a mı́nim similar
en tots ells. El propòsit d’aquesta secció es comentar-los separadament per tal
d’evitar repetir les mateixes explicacions per a client, servidor i interventor.
4.1.1 L’Entorn
Tota aplicació amb cert grau de complexitat disposa d’un conjunt d’elements
configurables, que es solen especificar en un fitxer de configuració. A JFreeVote
cada aplicació té el seu fitxer i aquesta carrega el contingut del fitxer en memòria
mitjançant l’Entorn. En aquest, per cada aplicació es defineixen els valors per
defecte de cadascuna de les opcions configurables; aquests s’utilitzaran en cas
que hi hagi problemes per carregar el fitxer. També s’hi defineix una ubicació
per defecte pel fitxer per les ocasions en què aquest no s’especifica quan s’engega
l’aplicació. A més a l’Entorn s’hi defineix el Logger, que cada aplicació utilitza
per crear els seus registres. Passem a descriure l’Entorn de cadascuna de les
aplicacions:
L’Entorn del client
Aqúı es defineixen les preferències d’usuari de l’aplicació client per al seu correcte
funcionament
CodeBase: URL que indica on trobar els fitxers de recursos de localització
(4.3.1).
LocaleLanguage i LocaleCountry: Informació necessària per triar els fitxers
de recursos de localització adients.
ServerHost i ServerPort: Dades necessàries per contactar amb el servidor de
JFreeVote.
UseSocks: En casos en què el servidor es troba darrera d’un proxy, o d’un ta-
llafocs, és possible efectuar la connexió si es disposa d’un servidor SOCKS.
En aquest cas s’ha d’habilitar aquesta opció.
1Donat que el mòdul de gestió de cabines electorals no està acabat i, que no és una part
important en l’àmbit d’aquest treball, hem cregut convenient no parlar-ne.
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SocksServer i SocksPort: Dades per contactar amb el servidor SOCKS
UseSSL: Indica si s’ha d’intentar la connexió per mitjà de connexions segures
(SSL).
CertFile i Password: Ubicació del certificat digital que identifica al client da-
vant el servidor en les connexions segures (SSL), i la contrasenya utilitzada
per obrir i validar el certificat.
LoggingFile i LoggingLevel: Fitxer en el que s’escriuen els registres de l’a-
plicació, i el nivell de detall que es desitja registrar.
DummyMode: El mode de prova permet la execució del client en mode no
connectat, és a dir, sense connexió amb un servidor(4.3.3).
L’Entorn del servidor
Aqúı es defineixen els paràmetres que configuren el comportament del servidor,
tant pel que fa a l’engegada com a les implementacions utilitzades pels diferents
mòduls:
1. Configuració del sistema
CodeBase: Ubicació dels fitxers de dades del programa.
TicketTimeout: Temps (en segons) a esperar per forçar la expiració de
tiquets de sessió inactius2.
LoggingFile i LoggingLevel: Fitxer en el que s’escriuen els registres del
servidor, i el nivell de detall que es desitja registrar.
DummyInterventor: Indica si es vol permetre l’execució de l’interventor
simulat (4.4.5).
2. Configuració de xarxa i seguretat
ServerHost i ServerPort: Nom i domini de la màquina on s’executa el
servidor i port pel qual escolta les peticions dels clients.
UseSSL: Indica si s’ha d’intentar la connexió per mitjà de connexions
segures (SSL).
CertFile i Password: Ubicació del certificat digital que identifica al cli-
ent davant el servidor en les connexions segures (SSL), i la contrasenya
utilitzada per obrir i validar el certificat.
3. Configuració dels mòduls
CryptoDriver: Implementació del criptosistema que s’utilitza per xifrar
els vots.
Passphrase: frase de pas utilitzada per xifrar les claus dels interventors
(4.2.2).
2En sessions en què l’usuari fa estona que no interacciona amb el sistema.
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MailDriver i MailHost: Especificació del driver i el servidor amb qui es
connecta per les tasques referides al correu electrònic.
CensusDriver i CensusDSN: Especificació del driver i de l’origen de
dades per a la gestió dels censos.
ForumDriver i ForumDSN: Especificació del driver i de l’origen de da-
des per a la gestió dels fòrums.
VotationDriver i VotationDSN: Especificació del driver i de l’origen
de dades per a la gestió de les votacions.
VotingDriver i VotingDSN: Especificació del driver i de l’origen de da-
des per a la gestió dels vots.
PrinterDriver i PrinterDSN: Especificació del driver i de l’origen de
dades per a la gestió i emissió de certificats de vot, i enregistrament
imprès dels registres3.
L’Entorn del mòdul interventor
Aquest Entorn és pot entendre com una fusió entre l’Entorn del client i el del
servidor; de la mateixa manera que en el client s’hi estableixen les preferències
de visualització i connexió amb el servidor. D’altra banda com en el servidor,
s’hi especifica el tipus de driver utilitzat per emmagatzemar les dades o el xifrat
utilitzat en les aquestes.
CodeBase: Ubicació dels fitxers de dades de l’aplicació
LocaleLanguage i LocaleCountry: Informació necessària per triar els fitxers
de recursos de localització adients.
ServerHost i ServerPort: Dades necessàries per contactar amb el servidor de
JFreeVote.
UseSSL: Indica si s’ha d’intentar la connexió per mitjà de connexions segures
(SSL).
CertFile i Password: Ubicació del certificat digital que identifica a l’interven-
tor davant el servidor en les connexions segures (SSL), i la contrasenya per
obrir i validar el certificat.
VotationName, UserName i UserPassword: Dades necessàries per contac-
tar amb el servidor com a interventor en la votació seleccionada.
CryptoDriver: Implementació del criptosistema que s’utilitza per desxifrar els
vots. Evidentment, ha de coincidir amb el que s’ha indicat al fitxer de
configuració del servidor.
InterventorDriver i InterventorDSN: Especificació del driver i origen de
dades que s’utilitzen en les tasques d’intervenció, és a dir, la gestió de
vots de l’interventor. Són els equivalents al VotingDriver i VotingDSN del
servidor.
3Actualment el PrinterManager només s’encarrega de formatar les votacions (XSL) abans
de ser mostrades pel client.
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LoggingFile i LoggingLevel: Fitxer en el que s’escriuen els registres del mò-
dul interventor, i el nivell de detall que es desitja registrar.
4.1.2 El Sistema de Tiquets de Sessió
El disseny de JFreeVote està condicionat per la naturalesa del protocol RMI4;
aquest no ofereix garanties sobre el tipus de connexió entre client i servidor. Per
això el servidor no està dissenyat amb la idea de connexió permanent, i suposa
doncs, que les crides a sistema són stateless.
A més, una anàlisi detallada de les crides revela una sèrie de tasques que
s’han de realitzar en cada crida:
• Autenticació d’usuari (id, contrasenya i validesa de dades)
• Inicialització de gestors i drivers de dades
Això implica una sobrecàrrega intolerable al servidor, especialment el procés de
carregar els gestors i obrir les connexions a base de dades. Per totes aquestes
raons existeix el Sistema de Tiquets de Sessió.
Les peticions d’autenticació provoquen la creació dels Tiquets de Sessió (en
endavant tiquets), cadascun dels quals conté informació associada a una conne-
xió. La resta de crides utilitza la informació d’aquests tiquets per realitzar la
seva tasca. Cada tiquet:
• És únic per usuari i votació.
• Conté dades per a una ràpida validació i identificació d’usuari.
• Té peŕıodes de validesa i expiració
• Té pre-oberts de manera permanent els gestors associats.
Un detall important és que els tiquets només existeixen al servidor. La
identificació del client es realitza mitjançant l’intercanvi d’un tiquet simbòlic que
està relacionat biuńıvocament a un tiquet resident al servidor. La estructura del
tiquet simbòlic es la següent:
mail@de.usuari\tNomVotació\tDataTiquet\tSeqüènciaAleatòria
L’adreça de correu de l’usuari i el nom de la votació serveixen per una ràpida
extracció de les dades, sense haver d’invocar als gestors del tiquet associat. La
data és una dada informativa que indica la data i hora de creació del tiquet. La
seqüència aleatòria es tracta realment d’una successió de 16 caràcters aleatoris
que serveix per verificar que és un tiquet creat pel propi sistema i no d’un de
fals.
El Gestor de Tiquets és l’encarregat d’agrupar i gestionar els tiquets, i de
gestionar també l’estat i expiració d’aquests. Aquest gestor disposa d’un me-
canisme que s’encarrega de marcar els tiquets com a EXPIRAT quan s’escau, i
4Les peticions RMI acostumen a ser bloquejades pels tallafocs, degut a que utilitzen ports
aleatoris sovint subjectes a restriccions de seguretat. Quan RMI topa amb un Tallafocs, encap-
sula automàticament les crides en peticions POST de HTTP [41].
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d’eliminar-los del sistema un cop han expirat. A més el servidor només treballa
amb els tiquets actius.
Cada crida al servidor inclou la invocació a una funció de validació del tiquet
simbòlic, que s’encarrega de:
• Verificar que el format del tiquet simbòlic és vàlid.
• Verificar que el tiquet simbòlic està associat a un tiquet resident al servidor.
• Verificar que el tiquet associat no ha expirat.
• Refrescar el temps de vida del tiquet.
Aquestes crides no necessiten inicialitzar cap gestor ja que aquests estan
impĺıcits en el tiquet des que es crea. Quan s’elimina el tiquet, aquests ges-
tors es tanquen de forma automàtica (aix́ı com les connexions a base de dades
associades).
És pot observar que el procés de validació no comprova els permisos d’usuari,
ni valida les dades de la votació. Aquestes tasques corresponen al subsistemes
d’autenticació i control de votacions respectivament, no al sistema de tiquets de
sessió. La funció de validació tan sols valida la sessió, no el que es vulgui fer amb




4.1.3 Serialització a JFreeVote
Entenem per Serialització el procés de guardar un objecte en un mitjà d’emma-
gatzemament (com per exemple, un fitxer) com una seqüència de bytes o en un
format intel·ligible (XML). D’aquesta manera, la seqüència de bytes o el fitxer
es poden utilitzar per tornar a crear un objecte idèntic l’original [15].
Tot i que Java incorpora el seu propi mecanisme de serialització, JFreeVote
no utilitza aquest, sinó els serveis d’una API anomenada JSX5 (Java Serializa-
tion to XML). Aquesta API ens permet emmagatzemar objectes en un format
intel·ligible com és XML de forma senzilla i directa, sense necessitat de cap tipus
de configuració. JFreeVote utilitza directament JSX en els següents casos:
Fitxers de configuració d’accés a dades. Utilització de fitxers XML com a
fitxers de configuració de l’accés a dades (DSN), que en el moment d’ini-
cialitzar el driver es materialitzen en objectes que contenen els atributs de
connexió indicats al fitxer XML.
Drivers de persistència en fitxers XML. Tenim els següents drivers:
• XMLFile CensusDriver.
5Per a més informació visiteu http://www.csse.monash.edu.au/∼bren/JSX/




Els fitxers on aquests drivers obtenen/emmagatzemen la informació con-
sisteixen en una col·lecció agrupada d’objectes serialitzats en forma d’ele-
ments XML.
Emmagatzemament d’objectes en base de dades. Els drivers de persistèn-
cia en base de dades, també utilitzen JSX per l’emmagatzemament d’ob-
jectes en “mode” text. Exemples d’aquesta utilització són l’emmagatze-
mament de les claus de vot i vots xifrats, les claus dels interventors i els
resultats parcials (en cas que estiguin autoritzats).
Un avantatge afegit a aquesta utilització interna de JSX la trobem en la
presentació/impressió de resultats; un cop serialitzats els resultats, amb els fulls
d’estil XSL es formaten per la posterior presentació/impressió.
4.1.4 Criptografia a JFreeVote
El mòdul criptogràfic de JFreeVote és el responsable d’aquelles parts de l’esquema
de vot en què la criptografia està implicada directament. Aquestes són: el xifrat6
de vots i claus de vot en l’emissió de vots, xifrat de les claus dels interventors
quan aquests es registren, i en el recompte o verificació de vots. L’eina de treball
d’aquest mòdul és el CryptoDriver, que encapsula les dades a xifrar, les claus
per xifrar les dades i el criptosistema que s’utilitzarà. Actualment s’ofereixen els
següents CryptoDrivers:
DESCryptoDriver. Xifrat amb l’algorisme DES en mode ECB amb farciment
(padding) PKCS#5.
PBECryptoDriver. Implementació del PKCS#5 v1.1 de RSA Labs d’un al-
gorisme Password Based Encryption, en què la clau de xifrat es calcula a
partir d’una contrasenya o frase de pas [16].
L’encarregada de dispensar CryptoDrivers a la resta de mòduls quan ho ne-
cessiten és la Factoria de CryptoDrivers, representada pel Gestor de Criptografia.
4.2 El servidor de JFreeVote
El servidor de JFreeVote està format per un nucli i una sèrie de gestors; aquests
gestors són les eines que el servidor utilitza per respondre a les peticions dels
clients7. El nucli és l’encarregat d’inicialitzar els gestors i coordinar-los per dur
a terme les tasques del servidor. A més, s’encarrega del control de permisos
per tal d’establir el control d’accés a cadascun dels possibles serveis dels gestors,
6Llegir xifrat/desxifrat, tant aqúı com en successives ocurrències.
7Llegir client/interventor, tant aqúı com en successives ocurrències en aquesta secció.
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Figura 4.1: Estructura Genèrica d’un mòdul
äıllant-los de la interacció amb el Sistema de Tiquets de Sessió (4.1.2); de fet els
gestors només treballen amb els Tiquets de Sessió, mai amb el Gestor de Tiquets.
Els gestors que formen el servidor es poden classificar segons el seu temps
de vida, d’aquesta manera tenim els Gestors Dimoni, que són inicialitzats pel
servidor quan s’engega, i els Gestors de Sessió, que es creen i destrueixen amb
els tiquets de sessió. És important notar la diferència entre uns i altres, ja que
com veurem més endavant aquesta caracteŕıstica dels gestors permet a JFreeVote
aconseguir algunes de les seves qualitats. Els Gestors Dimoni són els següents:
• Gestor de Tiquets de Sessió.
• Gestor de Criptografia.
• Gestor de Votacions.
• Gestor de Censos.
• Gestor de Fòrums.
• Gestor de Xat.
El servidor de JFreeVote té un disseny modular, això atorga a l’aplicació
gran flexibilitat i possibilitat d’ampliació. L’Entorn del servidor (4.1.1) conté les
dades per caracteritzar cada mòdul.
Tots els mòduls comparteixen la mateixa estructura genèrica (Figura 4.1):
estan formats per un gestor que defineix les tasques que desenvolupa el mòdul, i
diversos drivers que implementen els serveis tècnics [17]8.
Conceptualment, podem agrupar els mòduls en tres subsistemes ben diferen-
ciats:
8Vegeu 4.5.2 per més detalls sobre l’estructura d’un mòdul del Servidor de JFreeVote, con-
cretament el Mòdul de Gestió d’Usuaris
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• Autenticació
• Control de Votacions
• Participació
A continuació tractarem amb detall cada subsistema i veurem quins mòduls
formen part de cadascun.
4.2.1 Autenticació
El procés d’autenticació comprèn la tria de la votació en la que volem participar
i el mecanisme d’autenticació; desprès entrem les dades adients per autenticar-
nos. La justificació de triar la votació és que cadascuna d’aquestes té associat
un cens, en el que consten els usuaris que hi poden participar. Al cens, no s’hi
defineix directament el llistat d’usuaris, sinó el lloc on trobar-lo (DSN) i com
accedir-hi (el driver utilitzat per accedir a les dades). Amb aquesta separació
aconseguim un dels principals objectius de disseny de JFreeVote: independència
del subsistema de Control de Votacions respecte del subsistema d’Autenticació.
Aix́ı, amb l’esforç coordinat del Gestor de Censos i del Gestor d’Usuaris9 es duu
a terme l’autenticació.
El Gestor de Censos permet llistar, afegir, esborrar i obtenir censos. Un cens
consta d’un identificador, una descripció del seu contingut, el nom del driver
que s’utilitza per accedir a les dades dels usuaris i el fitxer (DSN) on hi ha la
informació que es necessita per accedir a les dades. Actualment el Mòdul de
Gestió de Censos només ofereix el Driver de Gestió mitjançant fitxers XML.
La informació que intercanvien client i servidor durant el procés d’autenti-
cació s’encapsula en les Peticions d’Autenticació. Una Petició d’Autenticació
conté els següents camps:
• Locale. Indica la Localització (l10n) del client.
• Operation. En cas de petició d’autenticació, especifica el mecanisme d’au-
tenticació. En cas de resposta, pot indicar que o bé s’accepta la petició i
per tant s’ha completat l’autenticació (AUTH_ACK), o bé que es necessiten
més dades per completar el procés d’autenticació (MORE_INFO).
• Perms. Només s’utilitza en les respostes; indica els permisos que té as-
signats l’usuari que s’ha autenticat. Aquests seran utilitzats pel client per
controlar l’accés als diferents menús.
• User{Login,Password,Email}. UserLogin i UserPassword s’utilitzen en
quan el mecanisme d’autenticació és Usuari/Contrasenya. UserEmail, en
canvi, s’utilitza en els mecanismes del tipus repte-resposta, en la primera
fase d’aquests quan es verifica que l’usuari està censat.
9Per qüestions de disseny JFreeVote no contempla la possibilitat d’editar les llistes d’usu-
aris, de manera que la gestió d’usuaris es redueix a la consulta de les dades dels usuaris i
l’autenticació.
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• Votation. Indica la votació en la que es desitja participar, i s’utilitza per
crear el Gestor de Vots que s’associa al tiquet d’usuari.
• Response. Tiquet Simbòlic que utilitza el client cada cop que es comuni-
qui amb el servidor (4.1.2).
Quan un usuari intenta autenticar-se, es crea un Gestor d’Usuaris que serà
l’encarregat de gestionar totes les operacions corresponents al seu camp d’actu-
ació durant aquesta sessió d’usuari. Seguidament, el Gestor d’Usuaris pregunta
al Gestor de Censos pel cens associat a la votació triada per tal d’obtenir el
DSN de les dades i el driver utilitzat per accedir a aquestes, i realitza l’autenti-
cació segons el mecanisme indicat a la Petició d’Autenticació. Si no es produeix
cap incidència, crea, inicialitza i registra un nou tiquet de sessió; per acabar,
finalitza el procés d’autenticació retornant una Petició d’Autenticació al client
indicant que el procés s’ha completat correctament. A la figura 4.2 podem veu-
re ordenadament i amb detall el que passa dins del servidor durant el procés
d’autenticació.
JFreeVote ofereix els següents mecanismes d’autenticació:
Usuari/Contrasenya. L’usuari ha de posseir un identificador (login) i una
contrasenya de validació (password). Introdueix aquestes dades i, en cas
de ser correctes, es completa l’autenticació.
Signatura PGP. En aquest cas l’usuari indica la seva adreça de correu electrò-
nic com a identificador. El servidor genera una seqüència d’accés10, la xifra
amb la clau pública PGP de l’usuari i la retorna al client, que la presenta
en pantalla. L’usuari l’ha de desxifrar i enviar-la al servidor; si la seqüència
és correcta, es completa l’autenticació.
Anònim. L’usuari entra al sistema sense cap identitat i amb una funcionalitat
restringida. No pot emetre vot ni tampoc administrar, tan sols és un simple
observador.
A més, estan en desenvolupament d’altres mecanismes:
EmailAuth. Semblant al mecanisme de Signatura PGP, l’usuari també s’iden-
tifica indicant la seva adreça de correu electrònic. Però en aquest cas la
seqüència d’accés s’envia a l’usuari per correu electrònic. Si és possible, el
correu es xifra amb la clau pública de l’usuari. És un mecanisme altament
insegur, donat que no es pot assegurar la no existència de tercers a l’escolta
en el camı́ recorregut pel correu.
Certificats Digitals. Si l’usuari posseeix un certificat digital, signat per una
Autoritat de Certificació reconeguda pel servidor, pot realitzar l’autentica-
ció de manera directa mitjançant aquest mecanisme. Es distingeixen dues
possibles situacions:
10De fet, es crea un nou tiquet que es deixa en estat PENDING; el que envia el servidor es
la seqüència aleatòria.
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Figura 4.2: Detall del procés d’autenticació.
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• En cas d’executar el client natiu: es presenta una pantalla en la que
l’usuari indica la ubicació del fitxer de signatura digital, l’identificador
associat a aquesta signatura i la clau de desbloqueig. El client utilitza
aquesta informació per establir una connexió segura i autenticada amb
el servidor.
• En cas d’executar el client com a applet: serà el propi navegador el
que presenti la finestra sol·licitant el certificat. Aquest haurà d’estar
correctament instal·lat i registrat al navegador.
El Gestor d’Usuaris és l’encarregat de dur a terme les tasques d’autenticació,
verificació de permisos i consulta de dades d’usuaris. Mitjançant els drivers
d’aquest gestor s’aconsegueix un altre dels principis de disseny de JFreeVote: que
el subsistema d’autenticació sigui independent de la font de dades. En el cas del
driver de gestió d’usuaris mitjançant bases de dades, per exemple, JFreeVote no
imposa restriccions sobre el SGBD o l’estructura de la base de dades utilitzada.
Actualment el Mòdul de Gestió d’Usuaris ofereix els següents drivers:
Driver de gestió d’usuaris mitjançant fitxer de contrasenyes. Aquest
driver permet utilitzar com a cens electoral un fitxer de contrasenyes Unix:
login:password:userid:groupid:apellidos,nombre:home directory:shell
El DSN especificat al cens ha d’apuntar al fitxer desitjat, a més, com a
direcció de correu es pren login@nom.del.servidor11
Driver de gestió d’usuaris mitjançant fitxer XML Aquest driver utilitza
un fitxer XML per emmagatzemar la llista d’usuaris. En aquest cas el DSN
del cens conté el nom del fitxer utilitzat.
Driver per a consultes anònimes Aquest driver no conté cap llista d’usua-
ris. Qualsevol combinació d’usuari/contrasenya s’admet. El sistema atorga
permisos d’usuari normal, excepte que espećıficament s’entri com a usuari
anònim. Evidentment, cada login només pot votar una única vegada.
Driver d’accés a Bases de Dades En aquest cas el DSN conté un fitxer XML
amb la següent informació:
• Identificador i descripció.
• Tipus de permisos i contrasenyes. Permisos per defecte.
• Driver JDBC que s’utilitza per accedir a la base de dades.
• Origen de dades pel driver JDBC.
• Plantilla de les comandes que s’utilitza per recuperar informació dels
usuaris de la base de dades12.
11Tot i que podem veure que els usuaris śı tenen correu electrònic, no sempre podem consi-
derar que l’adreça sigui vàlida
12Per a més informació sobre la implementació d’aquest driver consultar el fitxer de desen-
volupadors DBUserDrivers.txt.
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En funció del driver de gestió d’usuaris utilitzat, algun dels mecanismes d’au-
tenticació pot no estar suportat; per exemple, el driver que utilitza fitxers de
contrasenyes no suporta autenticació mitjançant Signatura PGP, degut a que en
aquesta font de dades no hi ha cap informació fiable sobre el correu electrònic
dels usuaris.
4.2.2 Control de Votacions
En JFreeVote una votació representa dues idees lligades; d’una banda, l’estruc-
tura de dades que defineix la forma i caracteŕıstiques d’una consulta/referèndum
i, d’una altra, el procés electoral a dur a terme pròpiament. Aix́ı tenim, que a
nivell d’estructura de dades o definició, l’encarregat de la gestió és el Gestor de
Votacions, mentre que a nivell de procés electoral l’encarregat és el Gestor de
Vots, formant tots dos el subsistema de Control de Votacions. Passem a veure
amb una mica més de detall cadascun dels mòduls, aix́ı com el vincle que els
uneix.
A grans trets, una votació en JFreeVote està formada per:
• Un identificador.
• La capçalera.
• Un conjunt de preguntes.
A la figura 4.3 podem veure amb detall l’estructura d’una votació. Com
podem observar, cadascuna de les possibles respostes (opcions de vot) d’una
pregunta concreta té un comptador. Això és degut a que un vot es representa
mitjançant una definició de votació en què una i només una de les respostes a
cada pregunta té el comptador activat (això és valor comptador=1)13. Aquest
és el vincle que relaciona tots dos gestors. Tots dos treballen amb la mateixa
estructura de dades, però ho fan de forma diferent; mentre que un l’entén com
la definició d’un procés electoral, per l’altre representa un possible vot. Alhora,
una definició de votació pot representar el resultat de la mateixa; en aquest cas
el comptador de cadascuna de les respostes contindrà la suma de tots els vots
corresponents a aquella opció.
El Gestor de Votacions permet la creació, consulta i eliminació de definicions
de votacions. Tanmateix, per qüestions de seguretat i integritat de les dades,
aquest no permet esborrar cap definició de votació activa ni l’anomenada Ad-
minMode. Aquesta darrera definició, que no conté cap pregunta i que està
associada al cens d’administradors, ha d’estar sempre present al sistema. Com
que les votacions són part implicada en l’accés al sistema, en cas que no n’existei-
xi cap altra, s’han de poder dur a terme les tasques d’administració. Actualment
aquest mòdul tan sols ofereix el driver de gestió de votacions mitjançant fitxers
XML.
El Gestor de Vots es pot entendre com una part de la implementació de
l’esquema de vot de JFreeVote (2.2.4). Les seves tasques són:
13Només en aquest cas es considera que el vot és vàlid.
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Figura 4.3: Detall de l’estructura d’una votació.
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Gestió inicial dels vots. Cada cop que arriba un vot emès, l’encapsula en un
CryptoDriver per tal de xifrar-lo abans de ser emmagatzemat.
Gestió de la delegació de vots. Enregistrar les delegacions14 del dret de vot,
tot establint els controls per tal d’evitar que es formin cadenes de delegació,
que algú delegui el seu dret de vot sobre més d’una persona, o que el delegui
si ja l’ha exercit.
Gestió de resultats parcials. En cas que la votació tingui activada la opció
Permetre veure els resultats parcials, realitza el recompte en ĺınia i s’em-
magatzema sense xifrar cada cop que s’emet un vot.
Gestió d’interventors. Qualsevol acció relacionada amb els interventors es
controlada per aquest mòdul. Aix́ı, cada cop que es registra un interventor
en una votació, es creen les estructures necessàries per emmagatzemar la
informació d’aquest, incloent-hi les claus per la gestió de les dades de vots
d’aquest interventor. Aquestes claus s’emmagatzemen xifrades utilitzant
un criptosistema de Xifrat en Base a una Contrasenya, que en aquest cas
correspon a l’especificada a la propietat Passphrase de l’Entorn del servi-
dor. Al llarg de la votació es desxifren en ĺınia les claus públiques dels
interventors cada cop què s’emet un vot, i s’utilitzen per crear els sobres
digitals que encapsulen els vots. A més, cada cop que es rep la petició
d’un interventor per recuperar les dades de vots emesos que encara no ha
rebut, aquest gestor les hi facilita; quan posteriorment rep la notificació
de l’interventor les esborra. Finalment, només respon afirmativament als
interventors quan demanen la clau mestra per poder realitzar el recompte,
un cop ha acabat el peŕıode de vot.
El Gestor de Vots associat a cada nou tiquet de sessió s’encarrega de dur
a terme cada operació que s’emmarca dins de les seves funcions per a l’usuari
associat al tiquet. D’aquesta manera JFreeVote aconsegueix gestionar múltiples
processos electorals alhora, ja que cada Gestor de Vots s’encarrega d’un usuari
en una votació concreta.
Aquest mòdul només compta amb el driver de gestió de vots mitjançant una
base de dades.
4.2.3 Participació
Com a complement al sistema de vot, JFreeVote ofereix dos sistemes interns
de debat: fòrum i xat . El sistema de xat funciona de manera molt similar als
sistemes tradicionals homòlegs: l’usuari rep els diversos missatges que han escrit
els usuaris que han entrat a la mateixa votació i que en aquell moment estiguin
connectats al xat. Al contrari que en altres sistemes de xat, no s’ofereix cap altra
funció que no sigui enviament i recepció de missatges, és a dir, que no hi ha canals
privats, llistes d’usuaris, etc. Degut que no es requereix emmagatzemament
persistent dels missatges, no existeix driver de gestió de xat.
14Llegir delegació/subrogació tant aqúı com en successives aparicions.
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El sistema de fòrums és similar a una llista de correu: el servidor emmagat-
zema els missatges relatius a cada votació per separat. Cada usuari pot llegir,
respondre o enviar missatges al fòrum. Evidentment no és un sistema complet,
sinó que ofereix la infraestructura bàsica per visualitizar i enviar missatges. De
manera similar al Sistema de Xat, cada fòrum es correspon a una votació.
El mòdul de gestió de fòrums, actualment tan sols ofereix un driver que
emmagatzema els missatges en fitxers XML. Aquest els emmagatzema en fitxers
separats, agrupats en directoris que indiquen el fòrum al que pertanyen.
4.2.4 Els drivers per proves
Tots els mòduls descrits contenen un driver per proves, que no utilitza cap tipus
d’emmagatzemament. Per contra, carrega unes dades predefinides en memòria i
realitza la seva feina sobre aquestes, perdent-se els canvis en tancar el servidor.
Són útils a l’hora de realitzar proves amb el servidor.
4.3 El client de JFreeVote
El Client de Vot i Administració de JFreeVote està dissenyat a l’estil d’un entorn
de desenvolupament integrat senzill. Com aquests, està format per la t́ıpica barra
de menús, l’àrea principal de treball i l’àrea d’informació i missatges.
En aquest apartat no es pretén detallar la funcionalitat de la IGU15 de JFree-
Vote, sinó mostrar la forma en que aquesta està constrüıda incidint en allò que
creiem que és interessant remarcar:
• Les sessions, que formen part de l’àrea principal de treball, i els seus com-
ponents.
• El Gestor de Localització (4.3.1).
• La comunicació amb el Servidor (4.3.2).
• El servidor per proves (4.3.3).
En el context del client de JFreeVote, una sessió és cadascuna de les “panta-
lles” de components i botons que veiem des de l’inici de l’aplicació i que canvien
en funció de la interacció dels usuaris amb aquestes. La creació/construcció
d’una sessió és divideix en dues tasques: la creació de la subàrea principal i
la creació de la subàrea de botons. Per crear la subàrea principal s’utilitzen
tant els components estàndard de Swing com els Widgets propis de JFreeVote;
aquests widgets són agrupacions dels components més utilitzats en les sessions;
d’aquesta manera es simplifica el codi referent a la disposició d’elements en les
sessions16. Un dels widgets més interessants i importants és el que s’utilitza per
crear la subàrea de botons. Aquest és comú a totes les sessions i està dissenyat
per treballar juntament amb el Gestor de Localització (4.3.1) per crear el grup de
15Interf́ıcie Gràfica d’Usuari.
16Alguns d’aquests widgets són components de la interf́ıcie lligats amb el domini de JFreeVote,
per exemple els que s’utilitzen per representar les dades de les votacions.
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botons de qualsevol sessió de forma parametritzada. Els recursos de localització
marquen el contingut i l’ordre en què s’han de disposar els botons.
D’entre tots els elements del client, n’hi ha molts que no interaccionen direc-
tament, però que necessiten transferir-se algunes dades. Per aquestes ocasions,
existeix l’Àrea Virtual d’Informació Comuna (AVID), en la que uns deixen la
informació i els altres l’agafen en el moment adient. Entre els seus usuaris habi-
tuals estan les sessions, que mai interaccionen directament.
4.3.1 Localització
Designem per Localització el conjunt de paràmetres que defineixen la llengua i
el páıs de l’usuari, i qualsevol variant especial de les preferències que l’usuari vol
veure en la seva IU (Interf́ıcie d’Usuari). La Localització ens permet adaptar una
aplicació a diferents llengües i regions sense haver-hi de fer canvis estructurals
[36].
A JFreeVote la localització es concentra en oferir texts i icones presentades
per la IGU en diferents llengües. El responsable de dur a terme aquesta tasca és
el Gestor de Localització. Aquest gestor té un recurs per cadascun dels conjunts
d’informació susceptible de ser localitzada:
Client. Elements de la IGU i errors del Client.
Servidor. Els missatges de les diferents excepcions que pot llençar el servidor.
Ajuda. Ajuda mostrada al menú d’Ajuda de la barra de menús.
Glossari de Termes. Glossari dels termes utilitzats en el context de JFree-
Vote17.
Imatges. Les icones que mostren els botons.
4.3.2 Parlant amb el Servidor
Cada Client, centralitza tota la comunicació amb el servidor en el ClientCaller .
Aquest element s’encarrega de posar-se en contacte amb el servidor i actua d’in-
termediari entre el servidor i el client a qui serveix. En funció del que indiqui
l’Entorn del client, aquest decidirà si s’ha posar en contacte amb el servidor real
o amb el servidor per proves (4.3.3). Un cop completat el procés d’autenticació,
ClientCaller és l’encarregat de custodiar i utilitzar el tiquet simbòlic en cada
crida al servidor. D’aquesta manera, abstreu la resta d’elements de la IGU de
l’existència del tiquet simbòlic.
4.3.3 El servidor per proves
JFreeVote implementa un mode de funcionament del client “desconnectat” és a
dir, sense connexió a un servidor. Les raons que motiven això son les següents:
• Poder depurar i desenvolupar del client sense necessitat de implementar el
costat servidor.
17Trobem per exemple: delegar, abstenció, . . .
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• Executar un applet de demostració en una web.
• Permetre l’engegada de l’aplicació quan no hi ha cap servidor configurat.
• Permetre que l’aplicació, en cas de fallada del servidor, pugui retornar a
un estat conegut.
Aquest servidor per proves no té la mateixa funcionalitat18 que el servidor com-
plet. De forma semblant a les implementacions dels drivers per proves del ser-
vidor ( 4.2.4), aquest no accedeix a cap base de dades, no emmagatzema res, ni
connecta enlloc.
4.4 Mòdul Interventor
Entre les operacions bàsiques de tot Entorn de vot electrònic es troben aque-
lles relacionades amb la gestió dels vots emesos: les operacions de certificació i
recompte.
Per certificació entenem el procediment pel qual es certifica que un votant ha
emès el seu vot i el contingut del mateix. Per recompte entenem, evidentment,
el procediment pel qual es recopilen i compten els vots emesos, donant al final
el resultat global de la operació.
És important tenir una sèrie de consideracions en compte:
• El fet de poder certificar i verificar un vot no ha de comprometre el secret
o la integritat del sistema.
• El recompte s’ha de poder repetir i verificar
• No s’ha de poder iniciar un procediment de recompte abans que hagi fina-
litzat el peŕıode de votar.
• De les dades recollides de la emissió del vot no s’ha de poder establir
correlació espacial o temporal amb les dades d’un votant.
En JFreeVote l’encarregat de les tasques de certificació i recompte és el Mòdul
Interventor que forma, juntament amb el Mòdul de Gestió de Vots del servidor,
la implementació de l’esquema de vot de JFreeVote (2.2.4). Aquest mòdul està
format per tres aplicacions: El dimoni, l’aplicació de Recompte i la de Certifica-
ció.
El dimoni, que es pot engegar i parar durant el peŕıode de vot, periòdicament
envia al servidor peticions per tal d’obtenir les dades referents als vots que s’han
emès i que encara no ha rebut per emmagatzemar-les. Tan bon punt l’interventor
indica al servidor que ha rebut les dades, aquest darrer les elimina, impossibili-
tant aix́ı el seguiment de la votació mitjançant un atac al servidor.
D’altra banda tenim les aplicacions de Recompte i Certificació. Ambdues
compten amb una interf́ıcie gràfica i una altra en ĺınia de comandes. Les ver-
sions de les aplicacions en ĺınia de comandes estan dissenyades amb la entrada i
18Per a una informació més detallada consultar el fitxer de desenvolupadors DummyServer.txt
de la documentació de JFreeVote.
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sortida estàndard parametritzades. D’aquesta manera les versions gràfiques les
reutilitzen fàcilment.
Passem a descriure amb detall com realitza el mòdul interventor els proces-
sos de certificació (4.4.1) i recompte (4.4.2). Aix́ı mateix, descriurem els altres
elements que formen aquest mòdul: el Caller que s’encarrega de la comunicació
amb el servidor (4.4.3), el nucli de l’interventor (4.4.4) i l’interventor simulat
(4.4.5).
4.4.1 El procés de Certificació
Durant el peŕıode de vot, un usuari pot comprovar (que es te present pel re-
compte) i verificar (el sentit) el vot que ha emès. Per fer-ho ha de proporcionar
el certificat de vot rebut en votar a l’interventor. Aquest l’utilitzarà per extreure
la informació del seu vot. Aquest certificat només pot desxifrar el vot que ha
emès l’usuari, sense proporcionar cap informació sobre la identitat del votant.
El certificat de vot conté la clau que permet desxifrar el vot emès; amb
aquesta, l’aplicació de certificació provarà de desxifrar cada bloc de dades rebut,
fins arribar a aquell que en ser desxifrat dóna com a resultat un vot, que correspon
al vot emès per l’usuari.
4.4.2 El procés de Recompte
Un cop finalitzat el procés de votació, l’aplicació de recompte recupera del servi-
dor la clau privada de l’interventor19. Aquesta li permetrà desxifrar les claus de
vot rebudes, per tal de procedir al recompte. Tots els procediments de desxifrat
i recompte es fan en memòria, sense registre de les dades xifrades.
Per tal d’obtenir les claus de vot, l’aplicació de recompte recorre cada bloc de
dades rebut, provant si en desxifrar-lo obté una clau. Si té èxit l’emmagatzema
temporalment en memòria per tal d’utilitzar-la per desxifrar vots. Un cop re-
cuperades totes les possibles claus de vot, repeteix un procés similar al realitzat
per l’aplicació de certificació, amb la diferència que aquest cop prova de desxifrar
cada bloc de dades amb cadascuna de les claus de vot recuperades fins trobar un
vot o bé fins arribar al final. En cas que en desxifrar un bloc de dades s’obtingui
un vot, l’emmagatzema (també en memòria) per tal de procedir posteriorment al
recompte final. A mode d’optimització durant la recuperació de vots, l’aplicació
prova per a cada bloc de dades, si aquest es correspon a una clau de vot, de
manera que aix́ı s’estalvia provar inútilment de desxifrar-lo amb les claus de vot.
Abans de començar a recórrer els blocs de dades a la recerca de claus i vots,
l’aplicació de recompte demana al servidor una còpia de la definició de la votació
què s’està intervenint, que s’utilitza per verificar la integritat dels vots desxifrats
i descartar els vots invàlids. Un vot és vàlid si la seva estructura és idèntica a
la de la definició de la votació a la que pertany i, a més, una i només una de
les respostes a cadascuna de les preguntes té el comptador activat. Finalment,
descartats els vots invàlids es realitza el recompte.
Com podem observar l’interventor no sap ni pot saber en cap moment la
identitat de cap votant.
19Un cop ha obtingut la clau, talla la comunicació amb el servidor.
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4.4.3 Comunicació amb el servidor
El mòdul interventor, com els clients, focalitza tota la comunicació amb el servi-
dor en un Caller . Les aplicacions d’aquest mòdul no treballen directament amb
el Caller, sinó amb un Gestor de Connexió que s’encarrega d’enregistar tota la
comunicació amb el servidor. Aquestes comparteixen el mateix Caller, que com-
pleix la mateixa funció que el del client, amb la diferència que aquest no està
pensat per poder-se connectar amb un servidor per proves.
4.4.4 El nucli de l’interventor
El cor del mòdul interventor està format pel Gestor d’Intervenció juntament
amb el corresponent driver. El Gestor s’encarrega de realitzar, a alt nivell, totes
les operacions associades amb l’interventor: emmagatzemament local de dades,
recompte i certificació, relegant al driver tan sols l’accés a dades. Actualment el
mòdul interventor compta amb els següents drivers:
Driver d’intervenció mitjançant Base de Dades. Aquest és el driver per
defecte; utilitza un SGBD per emmagatzemar claus i vots.
Driver d’intervenció per proves. Aquest driver, com els que tenen els mò-
duls del servidor, treballa en memòria sense realitzar cap tipus d’emma-
gatzemament permanent. S’utilitza per fer proves.
4.4.5 L’Interventor Simulat
En determinades ocasions, pot no ser desitjable l’existència d’interventors en una
votació:
• Quan el vot no és secret.
• Quan la dispersió geogràfica aporta problemes de seguretat o de connecti-
vitat per la verificació de certificats.
En aquests casos, JFreeVote permet realitzar les operacions de certificació i re-
compte mitjançant l’interventor simulat. En essència, aquest interventor es con-
necta directament a la base de dades del servidor, de manera que no realitza cap
transferència de dades, tan sols realitza certificacions i recomptes sobre les dades
residents al servidor. L’existència d’un interventor simulat comporta diversos
problemes de seguretat, sent el principal el fet que coexisteixin en una única
màquina les dades de vots i votants, cosa que facilita la correlació de dades.
4.5 Desenvolupament realitzat
Per tal d’implantar JFreeVote com a solució de vot electrònic a la UdL, vam
creure necessari d’una banda crear una versió amb funcionalitat redüıda del
Client de Vot i Administració que simplifiqui el procés de votar (4.5.1). De
l’altra, crear un Driver de Gestió d’Usuaris basat en LDAP (4.5.2), ja que a
la UdL s’utilitza aquest sistema per emmagatzemar les dades dels usuaris. En
aquest apartat expliquem els detalls del treball realitzat.
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4.5.1 L’Applet Lleuger
JFreeVote és un sistema molt complet pel que fa a funcionalitat i possibilitats;
això significa que el client20 disposa de força menús i opcions que a vegades
poden resultar supèrflus si única i exclusivament desitgem votar.
Amb l’actual client el procés de vot consta de les següents fases (Figura 4.4):
1. Menú Sesión→Votaciones.
2. Triar la votació en la que volem participar.
3. Menú Sesión→Usuario.
4. Triar el mecanisme d’autenticació que volem utilitzar i, autenticar-nos (ini-
ciem la sessió).
5. Menú Votaciones→Votando→Votar.
6. Decidir si exercim el dret de vot d’una altra persona, o bé emetem el nostre
vot.
7. Emetre el vot.
8. Visualitzar la certificat de vot. El sistema ens permet imprimir-la.
9. Menú Sesión→Cerrar o Sesión→Salir.
10. Confirmar que volem tancar la sessió o sortir del programa.
Als processos electorals de la UdL: no es contempla la possibilitat de cedir
el dret de vot, aquest és sempre secret i no es permet la consulta dels resultats
parcials. A més la UdL disposa del seu propi sistema de fòrums. D’altra ban-
da triar la votació i el mecanisme d’autenticació suposa un afegit de dificultat
per a persones sense coneixements tècnics. Per simplificar l’acte de votar amb
JFreeVote, hem decidit reduir el procés a tres passes seqüencials, sense necessitat
d’interacció amb els menús (Figura 4.5):
1. Autenticació mitjançant el mecanisme usuari/contrasenya.
2. Emissió del vot.
3. Visualització del certificat de vot.
La nova interf́ıcie és un applet, d’aquesta manera evitem que els usuaris hagin
d’instal·lar i configurar el programari. Ni tan sols han de triar de la votació en
la que participar, ja que l’hem afegit com a paràmetre de l’Entorn de l’applet.
Com a mecanisme d’autenticació, mentre no es disposi d’una Infraestructu-
ra de Clau Pública, que permeti la utilització d’altres mecanismes més sofisticats
per a l’autenticació, hem decidit utilitzar el mecanisme d’usuari i contrasenya.
Pel que fa a la pantalla d’emissió de vot, com que les opcions de la votació
20Mentre no s’anoti el contrari, ens referirem al Client de Vot i Administració senzillament
com a client.
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Figura 4.4: Diagrama de Flux del procés que se segueix per votar utilitzant el
Client de Vot i Administració
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Figura 4.5: Diagrama de Flux del procés que se segueix per votar utilitzant
l’Applet Lleuger
no són necessàries, hem prescindit de mostrar-les (4.2.2). Finalment, a la pan-
talla de visualització del certificat de vot, hem eliminat el botó Imprimir,
ja que hem considerat que no sempre es votarà des d’un lloc on es tingui accés
a una impressora i, tot i que fos aix́ı, creiem que pot ser més útil poder conser-
var el certificat de vot en format electrònic, per tal d’utilitzar-lo posteriorment
per verificar el vot. En canvi hem afegit al servidor un nou Mòdul de Gestió
de Correu, de manera que un cop visualitzat el certificat, quan l’usuari prem el
botó Finalizar, el servidor li envia per correu electrònic el certificat21. Un cop
l’usuari prem el botó Finalizar, el client torna a la pantalla d’autenticació, sense
necessitat d’haver de tancar sessió.
Desenvolupament de l’applet lleuger
Un cop hem decidit com ha de ser el nou client, hem estudiat l’arquitectura de
l’original per tal de comprendre com, a partir del codi existent podem crear el nou
client de la forma més senzilla possible. A continuació, en primer lloc enumerem
els canvis realitzats sobre el codi de l’Applet del client per crear l’Applet Lleuger.
Després donem alguns detalls relatius a l’arquitectura i funcionament intern del
client que creiem que són necessaris per entendre els canvis. Finalment descrivim
els canvis realitzats incidint, on ho considerem necessari, en les raons que ens
han dut a fer el canvi.
Els canvis realitzats són els següents:
1. Suprimir els menús.
2. Obtenir la votació de l’Entorn.
21A l’adreça registrada al cens electoral
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3. Canviar la sessió inicial.
4. Cridar a la sessió de votar.
5. Canvis en el contingut del paquet de sessions Votations.Voting.
6. Amagar les opcions de la votació.
7. Eliminar el botó imprimir de la sessió de presentació del certificat de vot.
8. Canvis en el contingut dels recursos de localització del clients.
Pel que fa a l’arquitectura del client de JFreeVote, una anàlisi més detallada
ens permet observar que estan formats pels elements t́ıpics d’una IGU Swing:
• Un contenidor d’alt nivell.
• Una zona de continguts.
• Una barra de menús.
El contenidor d’alt nivell té la responsabilitat d’establir la connexió amb el
servidor, inicialitzar l’AVID, fixar quina serà la sessió inicial, i carregar la zona
de continguts.
La zona de continguts, alhora, està formada per tres àrees; la de treball, la
de missatges i la d’informació, agrupades dins de la classe JFreeVote. Aquesta
classe ofereix els mètodes per gestionar les sessions que es carreguen en l’àrea
de treball i les dades mostrades en les àrees d’informació i missatges. Entre els
mètodes que ofereix per gestionar l’àrea de treball, cal destacar:
• firstSession. Aquest mètode s’encarrega de carregar la sessió inicial,
aquella que es mostra quan tot just s’acaba d’iniciar l’aplicació o, quan
s’acaba de realitzar una tasca. El nom d’aquesta sessió s’agafa de l’AVID.
• loadError. Els clients de JFreeVote mai utilitzen els quadres de diàleg
per mostrar els errors o demanar la confirmació d’alguna acció. Quan
es produeix un error també s’utilitza una sessió, en aquest cas la Sessió
d’Errors, que mostra el missatge d’error corresponent.
Després d’aquesta sessió, si l’error és recuperable es torna a la sessió on
aquest s’ha prodüıt, altrament es torna a la sessió inicial. Les dues imple-
mentacions d’aquest mètode permeten gestionar tot aquest procés; amb-
dues reben com a paràmetre l’excepció que conté el missatge d’error a
mostrar, però una d’elles a més, rep el nom de la sessió on s’ha prodüıt
l’error, que es registra a l’AVID com a LastSession, per tal de tornar-hi un
cop s’hagi mostrat a l’usuari el missatge d’error.
• loadSession. Aquest mètode és el responsable final de carregar una sessió
en la subàrea de treball; com a paràmetre se li ha de passar el nom de
la classe dins del paquet jfreevote.client.sessions , corresponent a la
sessió22 a carregar.
22D’ara en endavant ens referirem al nom de la classe dins del paquet
jfreevote.client.sessions , corresponent a la sessió, com a nom de sessió.
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A la secció 4.3 hem parlat sobre el procés de creació de sessions; ara veurem
amb més detall la jerarquia de sessions, per tal d’analitzar amb una mica més
de detall la part d’aquest procés que té a veure amb els canvis realitzats.
La jerarquia de sessions (Figura 4.6) està dissenyada de manera que cada
sessió concreta només s’encarrega de dibuixar els seus components (no botons
principals) i d’implementar el codi per respondre als esdeveniments dels pro-
pis components. Aquesta jerarquia està formada per les classes del paquet
jfreevote.client.sessions i els seus subpaquets. Pel nostre propòsit convé
destacar les classes JFreeVoteSession, GenericNButtonSession i NBut-
tonPanel.
La classe JFreeVoteSession defineix tots els atributs comuns a totes les
sessions i actua com a adaptador de sessions davant del l’objecte JFreeVote.
Entre els atributs destacables es troben el que emmagatzema el nom de la sessió,
que s’utilitza en cas que es produeixi un error recuperable per indicar-la com a
sessió de retorn després de l’error, i el Gestor de Localització, que també utilitza
el nom de la sessió per cercar, dins dels fitxers de recursos, aquella informació
espećıfica per a la sessió concreta.
La classe abstracta GenericNButtonSession deriva de JFreeVoteSessi-
on i defineix el procediment genèric i parametritzat de creació de sessions. El
constructor és un mètode plantilla23 que delega sobre la sessió concreta la cre-
ació de la subàrea de principal mitjançant el mètode ganxo doPanel. Aquest
constructor rep com a paràmetres el nom de la sessió, que li passa al constructor
de la classe pare, i el nombre de botons que tindrà la sessió. També defineix
com a mètode plantilla el mètode actionPerformed, per tal de que cada sessió
només implementi el codi per respondre als seus botons mitjançant el mètode
ganxo doButton.
Del widget NButtonPanel també n’hem parlat a la secció 4.3, ara però
anem a detallar una mica la seva estructura interna. Per tal de poder crear el
grup de botons per qualsevol sessió, el seu constructor necessita:
• Saber el nombre de botons a crear.
• Una referència a la sessió que el contindrà (el seu parent), sobre qui delegar
la responsabilitat de respondre als esdeveniments i, de qui utilitza el Gestor
de Localització per obtenir les etiquetes i icones dels botons.
Els ı́tems de menú24 de la barra de menús mantenen una estreta relació amb
les sessions, que ve marcada per la convenció seguida pels menús. Cada ı́tem
defineix com a ActionCommand el nom de la sessió que es carregarà en prémer-
lo; la convenció marca que el nom de l’objecte que representa l’́ıtem ha de portar
el mateix nom que la sessió a la que està associat (sense els punts que separen
noms de paquets, és clar). Aix́ı, com es pot observar en el codi de la classe
JFreeVoteMenus del paquet jfreevote.client:
23Un mètode plantilla defineix en una operació l’esquelet d’un algorisme, delegant en les
subclasses alguns dels seus passos. Permet que les subclases redefineixin certs passos d’un
algorisme sense canviar la seva estructura [7].
24En endavant ı́tem.
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JFreeVoteSession
# mySessionName : String
 MyLocale : LocaleMgr
+ getMessage(s : String) : String
+ getServerMessage(s : String) : String
+ getImage(s : String)
GenericNButtonSession
 myBp : NButtonPanel
# nButtons : int
# doPanel()
# doButton(n : int)
+ actionPerformed(e : ActionEvent)
+ GenericNButtonSession(s : String, n : int)
Session.Login.UserPass
+ doPanel()
+ doButton(n : int)
Votations.Forum
+ doPanel()
+ doButton(n : int)
Admin.Census.Create
+ doPanel()
+ doButton(n : int)
. . . . . .
Figura 4.6: Jerarquia de sessions dins del Client







Amb tot això podem observar que el nom d’una sessió juga un paper molt
important en tot aquest procés de creació de sessions.
Ara ja ens trobem en condicions d’entendre els canvis que hem realitzat per
convertir l’applet del Client de Vot i Administració en l’Applet Lleuger.
1. Per suprimir els menús, hem eliminat tota referència dels menús al codi.
Això es tradueix en modificar:
• La interf́ıcie Launcher, que actua com a adaptador de contenidors
d’alt nivell per a la classe JFreeVote. Aquesta declara el mètode
reloadMenus.
• La classe JFreeVoteApplet, que actua com a contenidor d’alt nivell
i fa d’amfitrió per a la barra de menús.
• La classe JFreeVote, que actua com a intermediària entre les sessions
i el contenidor d’alt nivell, pel que fa al treball amb menús.
• La sessió Session.Login.UserPass, que recarrega els menús en base
als permisos d’usuari un cop completada l’autenticació.
2. Hem afegit a l’applet el paràmetre votationshortname, en el qual se li ha
d’indicar el identificador de la votació en la que participar. El codi que
llegeix el valor d’aquest paràmetre i el registra a l’AVID com a ActiveVota-
tion l’hem ficat a la classe JFreeVoteApplet, tot i que no hi hauria cap
problema en ficar-lo en qualsevol altre lloc, com per exemple just abans
de que s’iniciés el procés d’autenticació on s’utilitza aquest valor. Es fiqui
on es fiqui el codi, la implementació actual presenta un petit inconvenient:
si l’administrador s’equivoca en especificar el Id de votació, no hi haurà
constància de l’error fins que el primer usuari intenti autenticar-se un cop
hagi començat el procés electoral, si no es realitzen les proves pertinents.
3. El canvi de la sessió inicial ha sigut un dels més senzills gràcies a la forma
de treballar dels clients de JFreeVote; tan sols hem hagut de modificar la
ĺınia de JFreeVoteApplet que posava aquesta dada a l’AVID.
4. Per aconseguir que un cop completat correctament el procés d’autentica-
ció es carregués directament la sessió d’emissió de vot, només hem hagut
d’afegir al codi la crida al mètode loadSession a la sessió d’autenticació.
5. En el client original, si es produeix algun error en la sessió d’emissió de
vot, després de l’error es torna a la pantalla de comprovació de delegacions
de vot. Aquest comportament és lògic en un context en què hi ha la
possibilitat de delegar el dret a votar, però no en el context del nou applet
que hem creat, on en cas que es produeixi un error, la següent sessió ha de
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ser de nou la d’emissió de vot. Per tant hem canviat aquest comportament,
però per fer-ho necessitem entrar amb més detall en el codi de les sessions
que formen el procés de vot.
Per entendre el canvi és necessari remarcar que el comportament per defecte
de totes les sessions en cas que es produeixi un error és cridar al mètode
loadError passant-li la excepció que s’ha prodüıt i el nom de la sessió
actual.
La sessió d’emissió de vot correspon a la classe Votations.Voting.DoVote;
el nom de sessió que indica aquesta és “Votations.Voting.Vote”. La raó
d’aquesta forma de procedir es deu a la convenció de menús; d’aques-
ta manera, el menú Votations→Voting→Vote, per convenció, carrega la
sessió Votations.Voting.Vote, però el nom de sessió que aquesta indica és
“Votations.Voting.CheckDelegation”.
Per solucionar totes aquestes complicacions, hem decidit deixar de banda
la convenció de menús i realitzar els següents canvis dins del paquet que
conté aquestes classes:
• La classe Vote passa a anomenar-se CheckDelegation.
• La classe DoVote passa a anomenar-se Vote.
A més, per a que tot continués funcionant correctament hem realitzat els
canvis convenients en els fitxers de recursos de localització dels clients.
Amb això hem aconseguit el que voĺıem, el procés de votar amb l’Applet
Lleuger queda com mostra la Figura 4.7.
6. La classe Votations.VoteHeader és un dels widgets de JFreeVote lligats
al domini del servidor; aquesta classe és una representació gràfica de la
capçalera d’una votació. De cara a no mostrar les opcions de votació, hem
eliminat el codi referent a mostrar aquestes opcions.
7. Treure el botó Imprimir de la sessió de visualització del certificat de vot
no ha sigut gaire dif́ıcil; d’una banda hem eliminat dels fitxers de recursos
de localització del client les entrades corresponents aquest botó i, hem
modificat les entrades del botó “Aceptar” per tal que mostrés la etiqueta
“Finalizar”. D’altra banda, hem esborrat el codi del botó “Imprimir” i hem
afegit el corresponent per enviar el certificat de vot per correu. Veurem els
detalls de la integració del nou Mòdul de Gestio de Correu Electrònic amb
l’Applet Lleuger en el següent apartat.
8. Com que els canvis realitzats sobre els fitxers de recursos de localització
dels clients són només per a l’Applet Lleuger hem creat un grup de fitxers
de recursos de localització de client amb el sufix “LA”, per diferenciar-los
dels del client original. Conseqüentment, hem modificat el codi del Gestor
de Localització per a que treballi amb aquests altres fitxers.
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Figura 4.7: Diagrama d’interacció de les sessions de l’Applet Lleuger
El nou Mòdul de Gestió de Correu
Tot i que JFreeVote ja compta amb un mòdul per gestionar el correu electrònic,
aquest és incomplet i amb una implementació bastant arcaica; per tant hem
decidit que és preferible implementar un nou mòdul de correu electrònic utilitzant
l’estàndard JavaMail API.
El nou Mòdul de Gestió de Correu (Figura 4.8) consta dels següents elements:
MailManagerLA. És un Gestor Dimoni que, a diferència dels altres, està im-
plementat utilitzant el patró Singleton; aquest patró garanteix que una
classe només tingui una instància i, proporciona un punt d’accés global a
ella [8]. La missió principal d’aquest gestor és generar un text amb el cos
del missatge a enviar.
Per crear aquest text utilitza el Gestor de Localització de Correus, que hem
aprofitat del mòdul de correu vell. Aquest és una versió simplificada del
Gestor de Localització del Client, que treballa amb un únic grup de fitxers
de recursos de localització que contenen les plantilles dels missatges que
pot enviar el sistema. Ens ha semblat interessant aprofitar-lo, ja que amb
aquest i juntament amb algunes parts de codi del del Gestor de Correu
vell tenim solucionat el tema de composar el missatge a enviar; d’aquesta
manera només ens hem preocupat d’escriure el codi per a enviar correus.




• Tema del missatge.
• Cos del missatge.

















































































































































































































































































































































































Figura 4.8: Disseny del nou mòdul de Correu Electrònic
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MailDriverLA. És la interf́ıcie que han d’implementar tots els drivers d’aquest
mòdul; és una còpia de la interf́ıcie MailDriver del mòdul de correu vell,
amb les modificacions pertinents per treballar amb l’API JavaMail.
DefaultMailDriverLAImpl. És un exemple senzill de treball amb l’API Java-
Mail, que utilitza SMTP com a protocol d’enviament de missatges i POP3
com a protocol de recepció. La recepció de correu està implementada de
manera que sempre retorna un missatge amb un contingut per defecte.
Això és degut a que en aquest treball no era necessària aquesta funciona-
litat. Aquest driver crea una sessió de correu única no compartida, de la
qual obté un instància especifica de Transport. Amb les dades rebudes
del Gestor crea i omple un missatge de correu electrònic per a Internet
(MimeMessage), i seguidament obre una connexió cap al servidor de
correu, envia el missatge i torna a tancar la connexió.
Preveient la possibilitat de que el servidor de correu amb el que treballi
JFreeVote no permeti accedir als seus serveis sense prèvia autenticació,
hem creat dues implementacions d’Authenticator:
MyAuthenticator: senzillament li passem al constructor el nom d’usuari
i la contrasenya a utilitzar.
AnotherAuthenticator: els valors que li passem al constructor són els
noms de les propietats d’Entorn de les quals obtenir el nom d’usuari
i la contrasenya a utilitzar.
Les implementacions d’Authenticator estan pensades per a que el progra-
mador decideixi com vol obtenir les credencials d’autenticació. Un exemple
molt comú és que el mètode getPasswordAuthentication() implementi
un mecanisme que demani a l’usuari aquestes dades. En aquest treball,
qui envia els correus és un servei que actua en segon pla, per tant no
té sentit implementar aquest mecanisme, per això al principi varem crear
MyAuthenticator, una implementació simple d’Authenticator.
AnotherAuthenticator intenta ser una implementació més segura d’un
Authenticator, sota la premissa de que en comptes d’indicar-li de bones a
primeres directament les credencials, li indiquem on les ha d’anar a buscar
i, que en el moment que les necessiti, les llegeixi de l’Entorn. La idea de
seguretat que buscàvem en implementar-lo era que aquestes dades només
es carreguessin en memòria sota demanda en el moment just d’utilitzar-les.
Ara que ha passat un temps des que ho vam fer, no ens sembla guanyar
gaire en seguretat, ja que l’Entorn carrega el contingut del fitxer de con-
figuració en el moment que s’engega el servidor, per tant, totes aquestes
dades estan en memòria des del principi. Per tant, aquesta implementació
d’Authenticator no és gaire més segura que l’altra.
La curiositat pel tema de les proves unitàries ens ha portat a decidir imple-
mentar les primeres d’aquest treball per a aquest nou mòdul. Com tot, al principi
quan és desconegut, ens ha costat una mica; el que hav́ıem de provar semblava
bastant senzill, però no sab́ıem ben bé per on començar. En la documentació de
4.5. DESENVOLUPAMENT REALITZAT 65
JUnit es fa menció al fet de dissenyar el programari pensant en les proves. Ho
hem pogut comprovar en la primera prova, ja que tal com haviem implementat
les classes, es feia bastant dif́ıcil crear una prova unitària prou completa. Per
això hem fet petites modificacions en el codi de les classes MailManagerLA i
DefaultMailDriverLAImpl.
La prova de MailManagerLA verifica que:
• S’ha utilitzat la plantilla de localització correcta.
• S’ha separat correctament el tema del cos del missatge.
• S’han substitüıt tots els śımbols de la plantilla.
• El mètode getInstance() no retorna NULL.
La prova de DefaultMailDriverLAImpl verifica que:
• Un cop inicialitzat el driver, cap dels atributs es NULL.
• L’adreça origen s’assigna correctament.
• L’adreça dest́ı s’assigna correctament.
• El tema del missatge s’assigna correctament.
• El cos del missatge s’assigna correctament.
Les prova de MyAuthenticator verifica que l’objecte PasswordAutenti-
cation que retorna conté el usuari i contrasenya indicats al constructor. Per la
seva banda la prova d’AnotherAutenticator verifica que aquest obté correc-
tament les credencials de l’Entorn.
Quan ja gairebé donàvem per completada la implementació d’aquest mòdul
ens vam adonar que hi havia un problema: el DefaultMailDriverLAImpl
només obre la connexió cap al servidor de correu en el moment d’enviar un
correu, per això, si hi hagués problemes per contactar amb els servidor de correu
només ens n’adonaŕıem en el moment d’intentar enviar el primer correu. Per
solucionar aquest problema hem afegit un mètode anomenat checkConnection
tant al gestor com al driver, que prova d’obrir i tancar una connexió cap al
servidor de correu, per tal de verificar si disposem d’aquest servei.
Per tal d’entendre el canvis realitzats per integrar aquest nou mòdul amb el
servidor de JFreeVote, abans hem de donar alguns detalls interns sobre el ser-
vidor. El nucli del servidor del que parlem a la secció 4.2 està format per dues
classes: JFreeVoteServer i ServerCallsImpl. La primera d’elles s’encarrega
d’inicialitzar els Gestors Dimoni i, seguidament, contactar amb el RMIRegistry i
enregistrar-hi l’objecte remot. Aquest objecte remot és una instància de Server-
CallsImpl, a través de la qual el servidor es posa a disposició del món exterior.
Per tal d’integrar el nou Mòdul de Gestió de Correu amb el Servidor de
JFreeVote hem fet les següents modificacions:
• JFreeVoteServer verifica que hi ha servei de correu disponible invocant el
mètode checkConnection() del Gestor de Correu; si hi ha algun problema
el servidor no s’engegarà.
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• ServerCallsImpl ara disposa d’un altre gestor, el nou Gestor de Correu; a
part hem afegit el mètode sendMail, que rep del client el tipus de missatge
a enviar, part dels valors per omplir la plantilla del correu i la especificació
de Localització del Client. Aquest mètode únicament delega la feina sobre
el Gestor de Correu LA i captura les excepcions que es puguin produir. Es
contemplen els següents casos:
– SendFailedException es produeix quan no és possible enviar un mis-
satge, en aquest cas rellancem una RemoteException amb el missatge
“MailAddressInvalid”, per tal de notificar a l’usuari que no se li ha
pogut enviar el certificat perquè la seva adreça de correu electrònic no
era correcta, de manera que aquest es queda sense certificat de vot.
Tot i que inicialment vam meditar la possibilitat de treure el vot de
les urnes en cas que no fos possible enviar el certificat de vot al vo-
tant, finalment vam decidir que el votant es quedava sense certificat.
Les principals raons d’aquesta decisió són d’una banda que extreure
el vot de les urnes no és gens trivial25, i de l’altra, la possibilitat de
que es puguin arribar a esborrar vots emesos i processats pel sistema,
planteja dubtes sobre la confiança en el sistema.
– MessagingException i totes les classes derivades modelitzen els pro-
blemes que es poden arribar a produir en el treball amb el servei de
correu (problemes d’autenticació, amb el provëıdor de serveis, amb
les adreces dels receptors dels missatges. . . ). En cas que es produeixi
alguna d’aquestes excepcions en intentar enviar un correu, s’atura el
servidor, ja que ho considerem una situació anòmala que no s’hauria
d’arribar a produir i, que en cas que aix́ı sigui, requereix la intervenció
dels administradors.
– En cas que es produeixi qualsevol altre tipus d’excepció, considerem
que serà deguda a un mal menor, per tant únicament s’anota als
registres del servidor.
Finalment, hem afegit els següents paràmetres al l’Entorn del servidor:
MailDriverLA: Driver que ha d’utilitzar el nou Mòdul de Gestió de Correu,
per defecte DefaultMailDriverLaImpl.
MailHostLA: Màquina que ofereix el servei de correu, per defecte localhost.
AuthUserName i AuthPassword: Dades per a l’accés al servei de correu, en
cas que siguin necessàries per enviar o rebre correu.
El procediment que es segueix per enviar un correu passa per varies fases, en
cadascuna de les quals el responsable de fase aporta allò que coneix. Qui inicia
el procés és, dins de l’Applet Lleuger, la sessió de visualització del certificat de
vot; aquesta crea una llista on hi fica les dades espećıfiques pel tipus de correu
a enviar. En aquest cas el certificat de vot que s’ha mostrar a l’usuari. La
instrucció que inicia tot aquest procés és
25Guiat pel principi KISS (Keep It Simple Stupid).
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ClientCaller.sendMail ("EmitVote",args);
El primer argument és el tipus de correu a enviar i el segon la llista de dades per
omplir la plantilla.
En la següent fase ClientCaller afegeix la data, nom i descripció de la
votació en què es participa, nom del servidor i adreça de correu de l’administrador
(amb qui posar-se en contacte en cas de problemes) i l’adreça del receptor del
correu. Amb tot a punt invoca sobre el servidor:
myCaller.sendMail (type,args,loc);
El primer paràmetre és el tipus de correu a enviar, el segon la llista de dades que
ha rebut i actualitzat amb les seus coneixements i, el darrer, és la configuració de
localització del client, per a que el servidor pugui enviar el correu en la llengua
adient.
Finalment el servidor, com hem dit abans, quan rep la crida per enviar un
correu la passa al nou Gestor de Correu i captura les excepcions que es puguin
produir per actuar en conseqüència.
La raó que ens ha portat a muntar-ho d’aquesta manera és la següent: la
tecnologia en què es basa el servidor de JFreeVote, RMI, ofereix un model de
comunicació śıncrona; de manera que el servidor només actua a petició d’algú
que remotament invoqui els seus mètodes remots. Per tant ha havia de ser el
client qui iniciés el procés.
No vam tenir en compte la possibilitat d’integrar l’enviament del certificat
dins de l’esquema de vot, perquè l’autor de JFreeVote, en Juan Antonio Mart́ınez,
ens va comentar que això no s’havia acabat implementant des de bon principi
degut a que no és possible assegurar que sempre existirà una adreça correcta on
enviar el certificat. En cas de votacions anònimes no n’hi ha i, per exemple, en el
cas d’autenticació mitjançant fitxers de contrasenyes no sempre es pot assegurar
que l’adreça de correu indicada sigui la correcta. A més, en entorns com les
cabines, ell considerava que no tenia sentit enviar el certificat de vot per correu.
Per aquestes raons l’autor de JFreeVote ens va demanar que tot i que hi
afeǵıssim coses al Servidor de JFV, hi conservéssim allò que hi havia abans de
començar aquest treball.
L’objectiu era, doncs, que els canvis que féssim al servidor de JFreeVote no
obliguessin a mantenir dues versions del servidor en funció dels clients a utilitzar.
Per aconseguir-ho, degut a que ara, el servidor no s’engega si no hi ha servei de
correu disponible, hem afegit una implementació de prova de MailDriverLA
que simula que hi ha servei de correu, pels casos en què no es disposa de servei
de correu real.
4.5.2 Driver de gestió d’usuaris LDAP
El driver que hem desenvolupat permet crear censos electorals a partir de directo-
ris LDAP. En aquest apartat, primer definim alguns conceptes previs necessaris
i, a mode d’especificació de requisits, comentem alguns detalls del Mòdul de
Gestió d’Usuaris condicionen la implementació d’aquest nou driver; finalment
comentem aquesta implementació i els problemes que ens hem trobat.
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Conceptes previs
JFreeVote permet identificar un usuari pel nom d’usuari o per l’adreça de correu
electrònic, però internament considera com a Identificador Universal l’adreça de
correu electrònic26.
D’altra banda, pel que fa al treball amb dades d’usuari, s’utilitzen les clas-
ses UserData i UserPermissions, del paquet jfreevote.shared. UserData
encapsula totes les dades consultables referents a un usuari censat. Dins de
UserData, un dels atributs més importants és el que emmagatzema els permi-
sos d’usuari, que s’utilitza per controlar l’accés a les funcionalitats del sistema;
la lògica de gestió i control de permisos queda encapsulada dins de la classe
UserPermissions. Els permisos es defineixen mitjançant un nombre enter que
es pot interpretar de dues maneres: a l’estil JFreeVote i a l’estil UNIX27.
Requisits
Entre els serveis que ofereix el Gestor d’Usuaris, alguns impliquen haver de tenir
accés a part de les dades de tots els usuaris que formen un cens electoral; això
implica, en funció de la font de dades, haver de tenir permisos d’administrador.
D’altra banda, quan el gestor treballa amb un usuari concret, gairebé sempre
passa al driver el UJFVID d’aquest.
La interf́ıcie UserDriver declara tots els mètodes que obligatòriament han
d’implementar els drivers de gestió d’usuaris; aquests són:
• void Init(URL DataSourceName). Inicialitza del driver.
• String validateUser(String name). Comprova que un usuari donat
està censat. Aquest és l’únic mètode en què el Gestor d’Usuaris no in-
dica el UJFVID, ja que aquest ha actua com a normalitzador, retornant el
UJFVID de l’usuari donat.
• Vector getUserList(). Retorna la llista dels UJFVID de tots el usuaris
censats.
• UserData getUserData(String name). Retorna les dades de l’usuari in-
dicat encapsulades en un objecte UserData.
• UserData UserPasswordLogin(String user, String password). Rea-
litza l’autenticació mitjançant la parella usuari/contrasenya i retorna les
dades de l’usuari encapsulades en un objecte UserData.
Els drivers d’accés a dades no implementen directament la interf́ıcie User-
Driver (Figura 4.9), qui śı ho fa és la classe abstracta GenericUserDriver,
de qui deriven els primers. Mentre que la interf́ıcie només declara els mètodes
que s’han d’implementar, la classe abstracta defineix els atributs comuns, imple-
mentacions per defecte d’alguns mètodes i implementacions a alt nivell d’altres
en forma de mètodes plantilla. Les raons per a fer-ho aix́ı, segons l’autor de
JFreeVote són:
26D’ara en endavant anomenarem a aquest identificador Universal JFreeVote ID (UJFVID).
27Per a més detalls consultar la documentació de JFreeVote.







































































































































































































































































































































































































































































































































































Figura 4.9: Jerarquia de classes del Mòdul de Gestió d’Usuaris
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• Estalvi de codi i claredat.
• Seguiment d’estàndards. Un cop d’ull a la documentació de l’API de Java
mostra que cap classe implementa expĺıcitament les interf́ıcies que imple-
menta la classe pare: la implementació està impĺıcita. El que śı es fa, en
algunes ocasions, és redefinir algun mètode amb alguna implementació més
espećıfica. Però el compilador amaga tot el que no és necessari.
La classe GenericUserDriver declara els següents atributs:
• URL DataSourceName: URL del fitxer que indica al driver on trobar les
dades per treballar.
• Vector userList: vector on emmagatzemar la llista d’usuaris censats.
• Logger myLogger: objecte utilitzat per generar els registres del servidor.
Pel que fa als mètodes, defineix implementacions per defecte per a tots els
mètodes declarats per UserDriver, excepte Init. Aquest l’implementa com a
mètode plantilla i declara el mètode abstracte doInit, que actua com a mètode
ganxo dins de Init, en el qual els drivers implementaran la seva inicialització a
baix nivell.
El driver i els fitxers auxiliars
Aquest nou driver utilitza l’API JNDI per accedir als directoris LDAP. Aquest
va acompanyat d’un parell de fitxers auxiliars. D’una banda, un fitxer on hi hem
d’especificar els paràmetres que configuren l’accés i el treball amb el directori.
D’una altra, la definició d’un nou atribut pels directoris que vulguem utilitzar
com a censos electorals en JFreeVote.
El fitxer de configuració és LDAPUsersFile.xml i correspon a un objecte
LDAPDefinition serialitzat emprant JSX. La classe LDAPDefinition defi-
neix els següents atributs:
• SearchBase: DN del context on es realitzaran les cerques.
• URL: URL del servidor amb el que es treballarà.
• MgrDN: DN de l’administrador del Directori.
• MgrPassword: Contrasenya de l’administrador del directori.
• Encryption: Esquema de xifrat de la contrasenya28.
• Permissions: Estil de permisos en el qual s’han d’interpretar els permisos
d’usuari.
Per tal de que JFreeVote pogués treballar amb un cens basat en LDAP,
era necessari poder determinar els permisos de cada usuari. Inicialment vam
pensar que podŕıem aprofitar algun atribut d’alguna classe d’objectes d’us habi-
tual en els directoris LDAP, que rarament s’utilitzés, com per exemple l’atribut
28No implementat per aquest mòdul encara.
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RoleOccupant de la classe organizationalPerson, però el vam descartar en
descobrir que els valors d’aquest atribut eren noms distintius (DN). De manera
que finalment ens vam decidir per crear una nova classe d’objectes en la qual
definir l’atribut que necessitàvem.
Vam definir en un nou esquema LDAP la classe d’objectes jfreevoteUser,
amb les següents caracteŕıstiques:
• Deriva de la classe d’objectes top.
• Obliga a definir l’atribut jfvPerms, de tipus enter i que només accepta un
valor.
• És una definició de classe auxiliar, és a dir, que no es pot definir una entrada
de directori que només defineixi aquesta classe d’objectes, sinó que la seva
utilització vàlida és com a afegit a una entrada de directori que utilitzi una
classe d’objectes estructural.
Amb tot el que hem explicat fins ara ja estem en condicions d’entrar a des-
criure per fi, el LDAP UserDriver. Aquesta classe deriva, com tots els altres
drivers, de GenericUserDriver i defineix dos atributs. Un d’ells és una re-
ferència a un objecte LDAPDefinition, a través del qual accedeix a tots els
atributs necessaris per treballar amb el directori. L’altre és un DirContext,
que utilitzarà per gairebé totes les operacions, excepte l’autenticació.
Aquest driver redefineix les implementacions per defecte de getUserList,
getUserData i UserPasswordLogin. Ara passem a descriure una mica les par-
ticularitats de cadascun dels mètodes implementats:
• void doInit(URL dsn). La inicialització a baix nivell d’aquest driver con-
sisteix en obtenir un objecte InitialDirContext, amb el qual accedim
com a administrador del directori emprant les dades de LDAPDefiniti-
on. Aquest context s’utilitza en els mètodes getUserList i getUserData,
ja que aquests necessiten accedir a dades de tot el cens.
• Vector getUserList(). Crea un vector amb els UJFVIDs dels usuaris
censats i el retorna. Degut a que l’atribut mail de les entrades d’un di-
rectori LDAP admet múltiples valors, el vector conté totes les adreces de
correu de cada usuari.
• UserData getUserData(String name). Recupera les dades de l’usuari
especificat encapsulades en un objecte UserData. A la taula 4.1 podem
observar la correspondència entre els atributs de UserData i d’una entrada
de directori.
• UserData UserPasswordLogin(String user, String password). Amb
LDAP, el procés habitual per autenticar un usuari consisteix en obtenir el
context que conté les seves dades. Per autenticar a un usuari aquest mètode
crea un context exclusiu per a aquesta tasca. A part d’aquest detall, la
forma de treballar d’aquest Gestor, ens ha portat a haver d’implementar
aquest mètode d’una forma més complicada del que esperàvem.






Taula 4.1: Correspondència entre atributs de UserData i LDAP.
En les entrades de directori d’usuaris, l’atribut clau que forma part del DN
i que identifica una determinada entrada d’usuari és uid; aquest atribut
emmagatzema l’identificador d’usuari en el directori i, prenent com a re-
ferència el directori de la UdL, el seu valor no coincideix amb el UJFVID29.
Per això, en comptes d’autenticar l’usuari amb les dades proporcionades
pel gestor, abans hem hagut de consultar al directori per obtenir el valor
de l’atribut uid per l’usuari donat i, finalment, autenticar contra LDAP.
Amb la petita experiència de les proves unitàries del Mòdul de Gestió de
Correu, ens vam llançar a crear les proves pel nou driver implementat. Concre-
tament vam provar:
• Que el driver s’inicialitzava sense generar cap excepció.
• Que el vector que retorna el mètode getUserList conté el UJFVID de
l’usuari de prova.
• Que l’objecte UserData que retorna el mètode getUserData quan li pas-
sem el UJFVID de l’usuari de prova conté el uid, cn, mail que li vam
assignar a aquest usuari.
Pel que fa als permisos, vam executar dos cops diferents el test, cadascun
amb un fitxer de configuració diferent pel que fa a l’estil de permisos es-
pecificat. En ambdós casos es va verificar que l’usuari de prova tenia els
permisos que li hav́ıem assignat.
• Que l’execució del mètode UserPasswordLogin no generava cap excepció,
que l’objecte UserData que retornava aquest mètode no era NULL i que
a més, contenia totes les dades correctes de l’usuari de prova.
4.6 Punts Forts i Punts Febles
Al llarg d’aquest caṕıtol hem mostrat l’estructura interna de JFreeVote; l’estudi
de la seva arquitectura i el treball que hem realitzat amb aquest ens ha permès
identificar els següents punts forts:
• Estructura del Client. La manera com està dissenyada la IGU del Client
de JFV permet que alguns canvis en el seu aspecte no requereixin modificar
el codi.
29Recordem que en JFreeVote l’identificador universal és l’adreça de correu electrònic.
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• Disseny modular. El servidor de JFreeVote està format per una sèrie
de mòduls, cadascun amb les seves responsabilitats ben definides, que
col·laboren per dur a terme les operacions que ofereix el servidor.
• Escalabilitat. Creiem que, amb alguns canvis, és possible utilitzar JFree-
Vote en processos electorals de gran escala mantenint la organització d’es-
pais electorals.
• Disseny de l’Interventor. El disseny de les aplicacions de Recompte i
Certificació amb interf́ıcie gràfica i en ĺınia de comandes de l’interventor,
són un exemple de bon disseny i reutilització de codi.
No obstant en JFreeVote, també hi hem trobat els següents punts febles:
• Comunicació Servidor-Interventor. El sistema de comunicació que
utilitzen servidor i interventor quan el segon demana els vots emesos al
primer, resulta redundant i, en l’interventor no actua de forma transac-
cional, de manera que es podria donar el cas que aquest emmagatzemés
el mateix vot dues vegades, amb els problemes que això suposa per a la
integritat i credibilitat en el sistema.
• Incompatibilitat amb Java 1.5 i superiors. La versió de l’API JSX
(4.1.3) utilitzada en JFreeVote és incompatible amb les versions de Java
1.5 i superiors. Això fa que en en certs aspectes el desenvolupament de
JFreeVote quedi limitat pel fet de no poder aprofitar els avantatges que
ofereixen les noves versions de Java. Probablement un dels avantatges més
interessants és la possibilitat de desenvolupar i executar JFreeVote en un
entorn basat ı́ntegrament en programari lliure, gracies a l’alliberació de la
versió 1.6 per part de Sun sota llicència GPL [10].
• Abusos en l’ús de sessions. Considerem que utilitzar sessions per mos-
trar els missatges d’errors i confirmacions en els clients afegeix un grau de
complexitat a la gestió de sessions innecessària. Pensem que per a aques-
tes ocasions seria més fàcil i senzill utilitzar els habituals quadres de diàleg
en els quals s’informa a l’usuari o se li demana confirmació per realitzar
alguna acció.
• El Gestor d’Usuaris. La flexibilitat que suposadament ofereix, en per-
metre identificar a un usuari mitjançant diferents atributs, és la font de
moltes de les complicacions en la seva forma de treballar; algunes d’aques-
tes ja les hem comentat (4.5.2). Creiem que, tot i que és força interessant
el fet que JFreeVote no imposi cap restricció sobre la font de dades del
cens, la forma d’aconseguir-ho és excessivament complexa.
D’altra banda, considerem una feblesa el fet que, en l’autenticació mit-
jançant usuari i contrasenya, ens informi amb missatges diferents quan un
o l’altra són incorrectes.
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Caṕıtol 5
Resultats
When all else fails, read the instructions.
L. Iasellio
Amb una versió de JFreeVote operativa, i amb les adaptacions per utilitzar-la
com a solució de vot electrònic a la UdL, arriba el moment de provar el sistema.
Per fer-ho vam organitzar una Prova de Vot Electrònic (PVE), a nivell de l’Escola
Politècnica Superior (EPS).
En aquest caṕıtol comentem la preparació i desenvolupament de la PVE (5.1),
aix́ı com les incidències que van sorgir (5.2) i altres anotacions (5.3). A partir de
l’experiència d’aquesta prova establim algunes de les futures ĺınies de treball per
tal d’encaminar l’adopció de JFreeVote com a eina de vot electrònic a la UdL.
5.1 Prova de Vot Electrònic EPS-UdL
Per la prova l’Àrea de Sistemes i Comunicacions (ASIC) ens va cedir una màquina
on vam instal·lar el servidor de JFreeVote juntament amb tot el programari
auxiliar per aquest.
Pel que fa a la seguretat, d’una banda, només vam deixar engegats els serveis
mı́nims necessaris; de l’altra, vam configurar de la manera que ens va semblar
més adient els registres del programari auxiliar del servidor de JFreeVote.
Amb el servidor de JFreeVote ja en marxa, vam crear el cens per utilitzar en
la PVE. Com que necessitàvem tenir permisos d’administrador sobre el directori,
l’ASIC ens va facilitar una còpia del directori LDAP de la UdL en la qual, per
qüestions de seguretat en la còpia tots els usuaris tenien la mateixa contrasenya.
El següent pas fou definir el procés electoral. Vam decidir que seria un
procés electoral “auto-contingut”, en el sentit de que duŕıem a terme un procés
electoral electrònic sobre vot electrònic. En aquesta votació només hi havia la
següent pregunta:
Creus que és necessari anar introduint progressivament el
vot electrònic en els processos electorals de la UdL?
Es permetia respondre afirmativa o negativament; a més es permetia l’abs-
tenció i el vot en blanc. Pel que fa a les opcions de vot:
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• No es permetia delegar o subrogar el dret de vot.
• No tenia fòrum associat.
• No es permetia veure la llista de votants, ni els resultats parcials.
• El vot era secret.
Vam establir un dia de duració pel peŕıode de registre d’interventors, i quinze
dies de duració pel peŕıode de vot.
Finalment vam configurar l’Applet Lleuger, i vam avisar a tota la comunitat
universitària de la EPS de la realització d’aquesta PVE, animant a tothom a
participar-hi.
Degut al caire experimental d’aquesta prova, nosaltres mateixos vam actuar
com a interventor de la votació. Per tal que qui ho desitgés, pogués verificar el
seu vot, ens vam establir al despatx del Consell de l’Estudiantat de la EPS.
Al finalitzar el peŕıode de vot, com a interventor, vam demanar al servidor
la clau mestra d’interventor i vam extreure els resultats que mostrem a la taula
5.1.




Vot en blanc 2
Taula 5.1: Resultats de la Prova de Vot Electrònic.
5.2 Incidències
Tot i que no era l’objectiu principal de la prova, vam voler provar d’atacar des
de dins el sistema per tal de constatar algunes suposicions que teńıem sobre la
feblesa del mateix. L’estudi del sistema per tal d’explicar la seva arquitectura,
ens havia portar a creure que en determinades situacions es podria arribar a
violar algun dels requisits del vot electrònic comentats (2.2.1).
El que fonamentava les nostres suposicions era el fet que en JFreeVote te-
nim un actor amb molts privilegis. Aquest és l’administrador del servidor de
JFreeVote, del qual creiem que hem de controlar minuciosament els moviments.
Aquestes eren les nostres suposicions:
• Confabulació Administrador-Interventor. Tot i que les claus mestres
dels interventors s’emmagatzemen xifrades a la Base de Dades, l’adminis-
trador té accés al fitxer de configuració del servidor que conté la fase de pas
que permet obtenir les claus mestres. En aquesta situació, l’administrador
i un interventor podrien confabular per tal d’obtenir els resultats parcials
de la votació abans que acabés el peŕıode de vot.
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• Addició de vots vàlids no autoritzats1. El fàcil accés de l’administra-
dor a la Base de Dades permet que estigui en situació d’afegir vots vàlids
no autoritzats. Recordem que la validesa d’un vot no depèn de la seva
procedència sinó del seu contingut (4.4.2). Per crear un vot vàlid, l’admi-
nistrador només necessita crear un fitxer XML amb la mateixa estructura
que la definició de votació en la que vol afegir els vots. Per a que els vots no
autoritzats afegits no es puguin distingir dels vots autoritzats, l’administra-
dor ha de modificar els registres de JFreeVote i del programari auxiliar per
tal de simular que es tracta d’un vot autoritzat; a part ha de modificar la
llista on consten tots els usuaris que han votat, per tal d’afegir-hi l’identifi-
cador d’un usuari censat. Creiem que en aquesta situació ningú s’adonaria
del frau en cas que els usuaris virtualment suplantats no votessin.
• Presentar un certificat de vot fals. El certificat de vot és senzillament
una clau que permet desxifrar un vot emès. Creiem que un votant qual-
sevol pot generar un certificat de vot similar als que genera el servidor de
JFreeVote. Amb aquest pot invalidar el procés electoral al·legant que el
seu vot s’ha perdut, ja que el fals certificat no permet verificar cap vot dels
vots emesos; a priori ens sembla que no hi ha cap manera d’aclarir aquest
conflicte. Per sort aquest problema té fàcil solució, tan sols és necessari
entregar al votant el certificat de vot signat digitalment pel servidor.
En base a aquestes suposicions vam decidir realitzar alguns experiments per
tal d’aclarir si les dues primeres teories es podien dur a la pràctica, i que passava.
Pel que fa a la confabulació entre l’Administrador i l’Interventor per obtenir
resultats parcials, vam crear una petita utilitat per a que l’administrador pogués
recuperar la clau mestra d’un interventor donat. Per la part de l’interventor vam
crear una falsa aplicació de recompte en ĺınia de comandes; aquesta llegia d’uns
fitxers locals la clau mestra i la definició de votació. Tot i haver obtingut els
resultats parcials de la votació, la revisió dels registres del SGBD ens va mostrar
les proves incriminatòries.
A la vista dels resultats del primer experiment, vam decidir centrar els expe-
riments per afegir vots, en provar de modificar els registres. La nostra intenció
era provar de modificar els registres del servidor de JFreeVote per tal de simular
que el vot afegit il·ĺıcitament l’havia emès realment un votant autoritzat (censat).
Com hem comentat a 4.1.1, JFreeVote utilitza la classe Logger per generar
els registres de sistema. Amb la idea d’aprofitar el codi del mateix JFreeVote per
l’experiment, vam crear una classe que intentava escriure mitjançant un Logger
al mateix fitxer on el sevidor JFreeVote escrivia els registres. Aquest experiment
ens va permetre descobrir que dos instàncies de la classe Logger2 mai poden
escriure sobre el mateix fitxer alhora.
Tot i el fracàs del primer experiment per simular l’addició de vots autoritzats,
continuàvem pensant que havia de ser possible modificar els registres, de manera
que vam pensar que a un nivell més baix, des de fora de l’Entorn d’Execució de
Java (JRE), si que ho podŕıem aconseguir. Per això vam editar el fitxer amb
1Vots que no ha emès cap usuari censat.
2Amb la configuració per defecte.
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els registres utilitzant un senzill editor de text i aquest cop śı que vam poder
modificar el fitxer sense problemes.
Els resultats d’aquests experiments constaten que es podrien arribar a violar
alguns dels requisits de seguretat del vot electrònic. Tanmateix val a dir que
tots aquests experiments són de joguina, degut a que el caire experimental de la
prova no exigia prestar excessiva atenció als mecanismes de seguretat utilitzats
per protegir el sistema. A mode de conclusió els problemes que suposadament
hem corroborat es podrien solucionar amb les següents mesures:
• Per tal d’evitar la possibilitat que l’administrador modifiqués els registres
del sistema, aquests es podrien configurar de manera que s’emmagatzemés
una còpia remotament en una altra màquina. En cas que aquesta solució no
ens semblés prou segura, podŕıem configurar el sistema per a que generés
registres f́ısics, que són molt més dif́ıcils de modificar que els registres
lògics[11].
• El problema de la confabulació entre l’administrador de JFreeVote i un in-
terventor quedarà totalment resolt quan s’implementi el suport a criptotar-
ges, per tal que les claus mestres dels interventors es puguin emmagatzemar
de forma segura en aquest tipus de dispositius.
Per a la realització d’aquest treball hem llegit alguns texts introductoris sobre
criptografia; en alguns d’ells, un dels primers criptosistemes moderns del que es
parla és DES. Una de les afirmacions més àmpliament esteses sobre aquest
criptosistema és que “la seva longitud de clau és massa curta, de manera que
amb l’avenç actual dels ordinadors els atacs per força bruta comencen a ser
opcions realistes” [20]. El criptosistema utilitzat pel Mòdul de Gestió de Vots de
JFreeVote és per defecte DES. Encuriosits per les afirmacions llegides sobre la
feblesa de DES, vam decidir experimentar una mica per veure si pod́ıem trencar
DES per força bruta per tal d’aconseguir, per exemple, la clau mestra d’un
interventor. Val a dir que aquest experiment no el vam fer durant la PVE, sinó
més tard; tanmateix creiem que és interessant comentar-lo. Aquest experiment,
de joguina com els altres, es va dur a terme en un PC AMD Athlon XP 2800
amb 1024 MB de RAM. Vam estructurar l’experiment en varies parts:
1. Calcular la mida de l’espai de claus DES. Teńıem que
256 = 72.057.594.037.927.936
2. Crear una petita utilitat en Java que generava claus DES indefinidament
i les mostrava per pantalla. La nostra intenció era executar-la durant uns
deu minuts per veure quantes claus es podien generar en aquest temps. En
base a aquesta dada estimaŕıem aproximadament quant temps trigaria la
màquina a generar tot l’espai de claus; aquest seria el temps que trigaŕıem
a recuperar la clau de l’interventor, si en el pitjor dels casos haguéssim de
recórrer tot l’espai de claus.
3. Crear una petita utilitat que recorregués tot l’espai de claus i provés de
desxifrar el bloc de dades corresponent a la clau de l’interventor.
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Lamentablement no vam arribar a realitzar la tercera part de l’experiment
plantejat. El resultat obtingut en la segona part ens va portar decidir avortar
aquella darrera part. En deu minuts la nostra màquina va generar aproximada-
ment divuit milions i mig de claus; en base a aquesta quantitat, vam estimar que
trigaŕıem vora 74.105 anys en generar tot l’espai de claus. Aquesta quantitat
excedia la falsa idea que teńıem de que potser, deixant la màquina en marxa no
gaire més d’un mes, aconseguiŕıem trencar DES.
5.3 Anotacions
A nivell no tan tecnològic hem de remarcar que no hi va haver un nivell gaire
alt de participació; tan sols 66 membres de la comunitat universitària de la EPS
van votar. A part segurament pel fet de tractar-se d’una prova sense cap tipus
de validesa legal, gairebé ningú va acudir a l’interventor a verificar el seu vot.
Creiem que una de les moltes possibles raons de la baixa participació és que
la gent no se’n va assabentar. L’anunci de la prova es va fer únicament per
correu electrònic; molts alumnes no consultaven gaire sovint el compte de correu
de l’Escola, per tant no se’n van assabentar.
Com hem dit abans, per raons de seguretat la contrasenya de tothom era la
mateixa; aquest detall es va indicar a l’inici de la web que contenia l’Applet. Ho
vam ficar en vermell perquè suposàvem que gairebé ningú s’ho miraria, de manera
que cridés l’atenció. Efectivament gairebé ningú s’ho devia mirar perquè, a part
de rebre correus d’alguns alumnes indicant-nos que no podien autenticar-se, una
ullada als registres del servidor mostra que es van produir tantes excepcions amb
el missatge InvalidPassword com usuaris van votar.
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Caṕıtol 6
Conclusions i futures ĺınies de
treball
Despite common practice, developing software is not a product
manufacturing. Rather is a knowledge adquisition activity.
Philip G. Armount
Aquest treball representa la primera pedra en una possible futura implantació
del vot electrònic a la UdL. S’ha analitzat JFreeVote com a sistema a implantar,
s’han comentat les modificacions realitzades amb aquest objectiu i el resultat
més o menys positiu de la Prova de Vot Electrònic realitzada.
A t́ıtol personal aquest treball conté un cúmul d’experiències personals que
m’han ensenyat unes quantes coses. En primer lloc m’ha servit per aprendre
la importància de la planificació i seguiment d’un treball de la mida d’un TFC.
En segon lloc, m’ha obligat a millorar la meva concentració en la feina, atès
que em considero una persona amb un caràcter una mica dispers i propens a
distreure’m fàcilment. Per acabar, m’ha ensenyat a valorar la importància de
fixar tan clarament com sigui possible els objectius, marcant d’aquesta manera
els ĺımits de la feina a realitzar; val a dir que això ho he anat aprenent una mica
a cops, a base de veure per mi mateix (després que més d’una persona m’ho
hagués advertit) que si no marcava correctament els ĺımits no acabaria mai el
treball.
A nivell professional, no han sigut menys les experiències aportades pel tre-
ball. D’una banda, de bon principi vaig passar alguns mesos “barallant-me” amb
el servidor de JFreeVote per aconseguir posar-lo en marxa. En aquest sentit vaig
aprendre tant el valor de saber buscar-se la vida quan et trobes amb un pro-
blema, com el fet que en determinats moments en què et trobes encallat resulta
positiu reconèixer que necessites ajuda i demanar-la (en aquest cas al director).
Un altre punt important ha estat el fet d’entrar en contacte amb un projecte de
programari lliure i la experiència d’anar descobrint errors i corregir-los.
D’altra banda en l’àmbit més proper a l’enginyeria del software, per decisió
pròpia vaig crear les proves unitàries per a les noves funcionalitats afegides al
servidor de JFreeVote; tot i no haver creat les proves negatives, amb el temps
he pogut valorar la seva utilitat i la importància de verificar que el programa
falla en les condicions en què s’espera que falli. També he jugat una mica amb
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el control de versions, tot i que no pel codi, sinó per a aquest text; això també
m’ha permès reflexionar una mica sobre la importància d’utilitzar correctament
[29] aquest tipus de sistemes i els avantatges que comporta aquesta correcta
utilització.
Degut a la mida del que havia de desenvolupar no tenia sentit seguir un
model de procés concret; tanmateix, śı m’he dedicat bastant a pensar i fer algun
diagrama per tal d’expressar el que volia fer abans de codificar. A més, el fet
que allò que havia de desenvolupar fos petit no ha treu que no hagin aparegut
complicacions, divergències entre el com ho volia fer inicialment i com ho he
fet al final. En aquest sentit he anat prenent les meves decisions (no totes
encertades), que la majoria de les vegades han sigut solucions de compromı́s
per a no desembocar en solucions excessivament complicades (KISS); moltes
d’aquestes decisions han vingut motivades pel fet de treballar amb programari
ja desenvolupat, amb una estructura i restriccions.
Finalment, el que jo volia era fer un treball que tractés la criptografia en la
seva vessant pràctica i en aquest sentit aquest treball m’ha permès conèixer al-
gunes d’aquestes aplicacions no tan comunes com ara els esquemes per compartir
secrets i els esquemes de vot electrònic.
La meva conclusió respecte a JFreeVote és que tenim un programari amb
alguns detalls a polir, però tècnicament operatiu i amb el qual podem experi-
mentar. Tot i això JFreeVote té algunes coses no gaire ben definides en quant
a la utilització correcta del programari ofert; no està gaire clar en quines condi-
cions actua l’interventor: és correcte que sigui una mena de servei remot a qui
els votants es dirigeixen virtualment o ha d’estar situat en un lloc f́ısic? Com
s’aplica el criteri de Seguretat Juŕıdica quan hi ha problemes? Penso que són
aquests alguns detalls no tan tècnics que s’han de polir. Tanmateix això només
es pot aconseguir experimentant amb ell en diferents situacions i pensant com
s’han de definir totes aquestes coses. En aquest sentit, per tal d’utilitzar-lo en
un entorn experimental, a curt termini s’haurien de dur a terme les següents
tasques:
• Implementar la utilització de certificats digitals per blindar les comunica-
cions, en cas que sigui previsible l’ús de xarxes sense fils.
• Definir el protocol a seguir per impugnar un procés electoral i crear les
eines necessàries per fer-ho possible.
• Corregir el sistema de comunicació de dades de vots entre Servidor i Inter-
ventor per tal que actüı de forma transaccional.
• Revisar i adequar els registres que generen les aplicacions per evitar que
aquests mostrin informació sensible de vots o votants.
En JFreeVote, com en la majoria de programari, hi ha uns quants aspectes
a millorar o afegir de cara a convertir-lo en un sistema a utilitzar en un entorn
real. En aquest sentit caldria treballar els següents aspectes:
• Millorar el sistema de comunicació de dades de vots utilitzat entre servidor
i interventor (4.4). Actualment les dades viatgen dos cops per la xarxa; la
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primera quan les envia el servidor i la segona quan l’interventor les retorna
al servidor a mode de notificació de que les ha rebut correctament. A mode
de solució es proposa que l’interventor envïı com a confirmació un resum
de les dades rebudes, d’aquesta manera es reduiria el trànsit de dades entre
tots dos.
• Implementar els mecanismes necessaris per emmagatzemar xifrades les con-
trasenyes dels fitxers de configuració.
• Implementar els CryptoDrivers RSA, que és el que realment s’hauria d’u-
tilitzar per generar les parelles de claus dels interventors, i AES1 per xifrar
els vots.
• Incorporar mecanismes de signatura digital per signar els certificats de vot
entregats als votants (5.2).
• Implementar el suport per a criptotarja. Aquest seria útil d’una banda per
emprar mecanismes d’autenticació forta mitjançant el nou DNI electrònic
o qualsevol altre tipus de criptotarja en general; d’altra banda també seria
útil per emmagatzemar en aquest medi de les claus privades dels interven-
tors. El treball amb dispositius criptogràfics es pot aconseguir utilitzant
una implementació de l’estàndard PKCS#11 Cryptographic Token Interfa-
ce API (conegut com cryptoki) dels RSA Labs. Aquest estàndard defineix
una interf́ıcie comuna per a que les aplicacions puguin treballar amb dis-
positius criptogràfics independent del tipus de dispositiu[9]. Actualment
existeix una implementació lliure d’aquest estàndard entre els projectes de
OpenSC2.
• Implementar mecanismes que permetessin ocultar la relació entre vots i
votants, que podria arribar a mostrar un estudi detallat del funcionament
intern de l’SGBD on s’emmagatzemen les dades de gestió d’una votació.
• Redissenyar de nou la interf́ıcie gràfica del client de JFreeVote tenint molt
present la usabilitat i accessibilitat. Potser seria interessant també crear
un client en forma d’aplicació web.
• Substituir l’API JSX per una alternativa que permeti l’execució del servidor
de JFreeVote en versions més actuals de la plataforma Java.
1O qualsevol altre criptosistema simètric superior a DES.
2Veure http://www.opensc-project.org/opensc-java/
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[14] Andreu Riera Jorba. Votación electrónica a través de internet.
http://www.iec.csic.es/CRIPTONOMICON/articulos/expertos90.html.
[15] Wikipedia la enciclopedia libre. Serialización, rmi, lenguaje de programación
java, plataforma java. http://es.wikipedia.org/.
[16] RSA Laboratories. PKCS#5 password based encryption standar. RSA
Laboratories, 2004.
[17] Craig Larman. UML y Patrones. Pearson Educación, 2003.
[18] Steven Levy. Cripto. Como los informáticos libertarios vencieron al gobierno
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