ISeveral approaches have been proposed for implementing project networks in spreadsheets. The approaches suggested to date are overly tedious to implement for problems of realistic size and/or require error-prone manual intervention if precedence relations among activities change or project activities are added or deleted. This paper introduces a new and more efficient approach to implementing project networks in spreadsheets that overcomes the weaknesses found in previous techniques.
INTRODUCTION
Project management (PM) has long been one of the standard topics included in introductory operations research/management science (OR/MS) texts and courses. Indeed, one could argue that PM is among the more important topics covered in OR/MS texts as virtually every business student will become responsible for managing a project at some point in his or her career. It could also be argued that the typical introductory PM presentation is the most simple topic in these books only requiring that students understand predecessor relations among activities (comparable to the prerequisite course requirements familiar to all college students) and be able to add and subtract expected activity durations.
Over the past decade, spreadsheets have become the most popular software tool for teaching introductory OR/MS topics. Ironically, while a spreadsheet seems to offer the perfect environment in which to carry out the simple early and late start and finish time calculations for each activity in a project network, an efficient way to implement these calculations has proven quite elusive. This paper introduces a new, efficient approach for implementing project networks in a spreadsheet using array formulas and circular references.
MODELING PROJECT NETWORKS:
THE STANDARD APPROACH Seal (2001) recently noted that the standard approach for solving PM problems in spreadsheets (Moore et al, 2001; Hillier et al, 2000; Ragsdale, 2001) does not permit easy extendibility of the model when activities are added or deleted or when predecessor relationships are altered. As an example, consider the project shown in Figure 1 (adapted from chapter 14 of Moore et al (2001) ) representing the physical relocation of an organization's administrative operations. 
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The spreadsheet in Figure 2 computes all the values correctly. However, numerous manual changes to formulas are required if project activities are added or deleted, or if predecessor relations among the activities are altered (in column C). Clearly, this approach to implementing project networks in a spreadsheet is tedious, error-prone, and inflexible and these issues only become more pronounced as the number of activities increase. As a result, this approach, while educational, is impractical for all but the smallest of PM problems. Seal (2001) proposed a new approach to implementing a project network in a spreadsheet that overcomes many of the scalability and flexibility problems associated with the standard approach shown in Figure 2 . However, that approach requires one to create a matrix of predecessor relationships for the project network and involves other complexities that make it rather cumbersome to implement. Conway and Ragsdale (1997) describe a number of design guidelines for developing effective spreadsheet models. A key principle noted is that a spreadsheet design that results in formulas that can be copied is probably better than one where every formula is unique. A model with formulas that can be copied to complete a series of calculation in a range is less prone to error (or more reliable) and tends to be more understandable (or auditable) because once the user understands the first formula in a range, he/she understands all the formulas in a range. The calculations listed for columns E and H in Figure 2 almost beg to be replaced with more generic formulas for implementing the logic behind the EST and LFT calculations.
The remainder of this paper presents a brief overview of array formulas and then shows a new approach to implementing project networks that uses array formulas and circular references to calculate the EST and LFT for each activity. This allows one to implement a project network by entering only five simple formulas regardless of the number of activities in the network. The resulting spreadsheet model is updated automatically if precedence relations change. This model also makes it easy to add or delete project activities. Similarly, suppose you want to find the minimum value in cells F2 through F11 where the corresponding value in cells E2 through E11 is greater than 15. There is no MINIF( ) function in Excel, but we can calculate the desired result using the array formula:
AN ARRAY FORMULA PRIMER
Remember that one must press [Ctrl]+[Shift]+[Enter] to enter array formulas. Note that Excel automatically inserts curly brackets (i.e., "{}") around an array formula. One should not attempt to type the curly brackets as part of an array formula. Also note that if one double-clicks (or edits) a cell containing an array formula, one must press [Ctrl]+[Shift]+[Enter] again to ensure the entry continues to operate as an array formula (or press the escape key to instruct Excel to ignore any changes to the cell).
All the array formulas mentioned above return a single value as their result. Array formulas can also be used to return a matrix of values (e.g., see Excel's LINEST( ) function for regression). Additional background information about array formulas may be found at:
• http://www.decisionmodels.com/optspeedj.htm
• http://www.emailoffice.com/excel/arrays-bobumlas.html
• http://www.cpearson.com/excel/array.htm
MODELING PROJECT NETWORKS: A NEW APPROACH
The calculation of the EST and LFT values for a project network can be accomplished easily using array formulas as shown in Figure 3 . Note that the array formulas used here create circular references in the workbook. A circular reference occurs when the value in a cell depends on the value in another cell that, in turn, is dependent on the value in the original cell. Often, a circular reference in a workbook indicates a formula contains an error and Excel displays a dialog box warning you about this possibility. However, there are occasions when a circular reference is exactly what is needed to accomplish a particular task. This is such an occasion.
To tell Excel that we intend to use circular references:
1. Click Tools, Options.
2. Click the Calculation tab.
3. Select the Iteration option.
4. Click OK. In Figure 3 , each cell in column E must implement the logic to calculate the ESTs. As mentioned earlier, for each activity, this involves determining the maximum EFT for the activities that immediately precede it. This is accomplished by the following array formula in cell E2 (copied to cells E3 through E11):
Key Cell Formulas
= MAX(IF(ISERR(FIND($A$2 :
$A$11,C2)), 0, $F$2 : $F$11))
This array formula is comprised of four nested functions (i.e., FIND( ), ISERR( ), IF( ), and MAX( )) that execute a "loop" or a series of repeated calculations. Table 2 outlines the operation of this array formula in determining the EST for activity D (cell E5 in Figure  3 ).
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Figure 3: Implementing the project network using array formulas.
To evaluate the array formula for cell E5, Excel starts with the innermost function and substitutes each of the values in cells A2 through A11 as the first argument (denoted by x in Table 2) in the FIND( ) function. In general, the function FIND(x, y) attempts to find the text string denoted by x within the text string denoted by y and, if found, returns the starting position of x within y; otherwise, it returns the Excel error code "#VALUE!". Thus, in Table 2 the FIND( ) function returns the value 1 when cell A2 (containing "A") is compared to cell C5 (containing "A, C"). Similarly, the FIND( ) function returns the value 4 when cell A4 (containing "C") is compared to cell C5 (containing "A, C"). In every other case, the FIND( ) function returns the error code "#VALUE!" because none of the other activities in cells A2 through A11 appear in cell C5 as immediate predecessors of activity D.
The result of each FIND( ) function is then evaluated by the ISERR( ) function which returns a Boolean value of TRUE if its argument evaluates to an error code or, otherwise, returns the value FALSE. The IF( ) function then uses this Boolean result to determine whether to return a value of zero or the corresponding value in the range F2 through F11. For instance, because the value in cell A2 ("A") is found in cell C5 as an immediate predecessor of activity D, the ISERR( ) function returns the value FALSE and the IF( ) function returns the corresponding EFT value from the range F2 through F11 (i.e., the value 3 from cell F2).
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Formula for cell E5:
Alternatively, because the value in cell A3 ("B") is not found in cell C5 as an immediate predecessor of activity D, the ISERR( ) function returns the value TRUE and the IF( ) function returns the value zero.
As shown in Table 2 , the IF( ) function produces a series of values that are either zero or the EFTs of activities that are immediate predecessors of activity D. The MAX( ) function then returns the largest of these values (i.e., 8) which, of course, represents the EST of activity D. Note that if an activity has no immediate predecessors (e.g., activities A and B) then all the values returned by the IF( ) function will be zero and, as a result, the EST for such an activity will also be zero. Now consider the array formulas entered in column H of Figure 3 to implement the logic to calculate the LFTs. For each activity, this involves determining the minimum LST for the activities that immediately follow (or succeed) it. This is accomplished by the following formula in cell H2 (copied to cells H3 through H11):
This array formula is also comprised of several nested functions that execute a "loop" or a series of repeated calculations. Table 3 outlines the operation of this array formula in determining the LST for activity C (cell H4 in Figure 3 ).
To evaluate the array formula for cell H4, Excel starts with the innermost function and substitutes each of the values in cells C2 through C11 as the second argument (denoted by y in Table 3 ) in the FIND( ) function. Thus, in Table 3 , the FIND( ) function returns the value 4 when cell A4 (containing "C") is compared to cells C5 (containing "A, C") and the value 1 when cell A4 is compared to C7 (containing "C"). In every other case, the FIND( ) function returns the error code "#VALUE!" since the activity in cell A4 is not listed as an immediate predecessor in any of the other cells in the range C2 through C11.
The result of each FIND( ) function is then evaluated by the ISERR( ) function which again simply returns a Boolean value of TRUE or FALSE. The IF( ) function then uses this Boolean result to determine whether to return the maximum EFT from column F (representing the latest completion time of the project) or the corresponding value in the range G2 through G11. For instance, because the value in cell A4 ("C") is found in cell C5 as an immediate predecessor of activity D, the ISERR( ) function returns the value FALSE and the IF( ) function returns the corresponding LST value from the range G2 through G11 (i.e., the value 8 from cell G5). Alternatively, because the value in cell A4 ("C") is not found in cell C6 as an immediate predecessor of activity E, the ISERR( ) function returns the value TRUE and the IF( ) function returns the value 23 (i.e., MAX(F2:F11)). As shown in Table 3 , the IF( ) function produces a series of values that are either the maximum EFT for the project or the LSTs of activities that immediately follow (or succeed) activity C. The MIN( ) function then returns the smallest of these values which, of course, represents the LFT of activity C. Note that if an activity has no immediate successors (e.g., activities I and J) then all the values returned by the IF( ) function will be the maximum EFT of the project and, as a result, the LFT for such an activity will also be the maximum EFT of the project.
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The final results in Figure 3 are, of course, identical to those calculated in Figure 2 . However, if we need to change any of the predecessor relations in column C, the spreadsheet in Figure 3 automatically updates the results to reflect these changes no manual changes are required to the formulas.
For example, suppose we want to make activity A (select site) a predecessor of activity B (create building plan), and activity I (arrange financing) a predecessor of activity E (construct facility). Upon making the necessary changes to the predecessors in column C, the spreadsheet automatically adjusts for these changes and presents the solution shown in Figure 4 . The technique illustrated here also makes the addition or deletion of project activities a trivial task.
AN IMPORTANT IMPLEMENTATION ISSUE
The technique presented above relies on the (casesensitive) FIND( ) function to identify immediate predecessor and successor activities when computing ESTs and LFTs for each activity. Recall that the function FIND(x, y) attempts to find the text string denoted by x within the text string denoted by y. As a result, it is critically important to use activity labels that are unique and do not appear as substrings within other activity labels.
For example, the 26 letters of the English alphabet may be used to uniquely identify up to 26 activities in a project. However, using the strings "A1" and "A11" as activity labels would not work in the proposed technique because the FIND( ) function would locate "A1" within "A11" (i.e., FIND("A1","A11")=1) erroneously identifying activity A11 as a predecessor or successor of activity A1. Fortunately, use of the strings "A01" and "A11" as activity labels easily remedies this situation.
Similarly, if one wishes to use numbers rather than letters to identify activities, using the numbers 1, 2, 3, ..., 9 as activity labels would create matching problems within activity labels 11, 12, 13, ..., 19 (among others). However, this can be avoided easily by applying Excel's "Text" format to cells containing activity labels and immediate predecessors (i.e., columns A and C in Figure 3 ) and using two-digit numbers for all activity labels (e.g., 01, 02, 03, ..., 09, 10, 11, 12, 13, ..., 99) . If more than 100 numeric activity labels are needed, three−digit numbers (formatted as text) should be used.
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CREATING GANTT CHARTS IN EXCEL
The Gantt charts shown in Figures 3 and 4 are actually stacked horizontal bar charts that plot each activity's EST, expected activity duration, and slack. However, the bars for the EST for each activity are formatted so that they do not appear on the graph creating the illusion that only the expected activity durations and slacks are being graphed. To create a Gantt chart like the ones shown here:
1. Click cell A1. While pressing the left mouse button on cell A1, press and hold down the Ctrl key and select the ranges A1:A11, D1:E11, and I1:I11.
2. Click the Insert menu.
3. Click Chart.
4. Select the Bar chart type and the Stacked Bar chart subtype.
