Abstract: Contemporary classroom practices have evolved, and are continuing to evolve toward an emphasis on authentic learning activities. To a considerable degree, lectures and proscribed classroom exercises are being replaced with more open-ended, problem-based activities that are frequently carried out by groups of students (i.e., collaborative learning). We are investigating the use and assessment of such learning activities in a usability engineering course for 3rd and 4th year Information Science undergraduate students at the Pennsylvania State University. This paper advances our project by attempting to better articulate the specific learning objectives of case-based activities employed in this course and appropriate assessment goals and methods for these learning objectives.
Introduction
Recent innovations in science and engineering curricula and educational infrastructures have focused on 'authentic' learning activity: collaborative group projects that model the work of technical professionals (e.g., Dietrich and Urban, 1996; Hayes et al., 2003; Lamancusa et al., 2001 ). This focus on authentic learning activities is based in the hypothesis that learning outcomes will be enhanced if the activities students engage in, and the materials they use, more directly reflect the social and technical contexts of actual scientific and engineering practice. Moreover, learning with others naturally allows students to engage knowledge and skill in the context of using it to describe, explain, listen, negotiate, and interpret. Realistic activities and materials are more intrinsically motivating because they constantly remind learners of the possibilities for meaningful application of knowledge and skills in the world beyond the classroom (Dewey, 1966) .
Case studies, or cases, are descriptions of a specific activity, event, or problem, drawn from the real world of professional practice. They provide models of practice to students and other novice practitioners. Cases incorporate vivid background information and personal perspectives to elicit empathy and active participation. They seek to engage the student in the drama of a real situation. Cases include contingencies, complexities, and often dilemmas to evoke integrative analysis and critical thinking. Case studies can support authentic learning experiences by presenting episodes of real (or realistic) professional practice.
Cases are widely used in professional education -in business, medicine, law, and engineering (Williams, 1992) . For example, the Harvard Business School case collection includes over 7,500 case studies of business decision-making. Perhaps coinciding with contemporary recognition that all disciplines incorporate practice (and not merely knowledge), or perhaps just reflecting contemporary pedagogical concern with active learning and critical thinking, cases have become pervasive through the past decade. For example, the NSF-supported National Centre for Case Study Teaching in Science includes many case studies in medicine and engineering, but also environmental science, anthropology, botany, social and cognitive psychology, and experimental design (Herreid and Schiller, 2005) .
The traditional case study is a brief but provocative story, comprising just a half-page of text, which sketches a problematic situation. The reader is left to elaborate not only the possible resolutions, but the missing details of the premise. Cases can also be presented as extensive document collections, for example, presenting multiple points of view as to what even happened, and requiring detailed study and analysis to characterise the problematic situation and its possible resolutions.
Interestingly, both of these extremes can yield 'good' cases, that is, both kinds of cases can engage their users in realistic problem solving, decision-making, and learning (Schön, 1991; Shulman, 1992) . It is especially beneficial to contrast multiple cases, as this will help students to pull out bits of information they may have missed otherwise (Barron et al., 1998; Bransford et al., 1989) . This is why we are so interested in developing a library of cases designed for usability engineering courses.
Usability Case Studies
During the past six years, with support from the US National Science Foundation, we developed a small online collection of usability engineering case studies (see Carroll and Rosson, 2005a, 2005b; Rosson et al., 2004a Rosson et al., , 2004b . Our UCS collection is available free via the World-Wide Web at http://ucs.ist.psu.edu. Our case studies are -by design -articulated at a fine level of technical detail. For example, the hypertext of the garden.com case study includes 82 documents, sorted by 26 hierarchical category nodes, and with considerable inter-linking (Figure 1 ). This contrasts with many other senses of 'case', in which the term refers to a single brief narrative document.
Usability-engineering is the concepts, processes, and practices engaged in the development process to ensure that software systems and applications serve their intended users effectively. To a considerable extent, it mirrors and complements software engineering. Our approach to teaching usability engineering takes user interaction scenarios as the primary context for analysing requirements, describing specifications, envisioning designs, developing rationales, creating various sorts of prototypes, and evaluating systems and applications (Carroll, 2000; Rosson and Carroll, 2002) .
Some of the core concepts in our usability-engineering course are scenarios, design trade-offs (couched as claims analysis), user interface metaphors, mental models, collaborative coordination and awareness, ubiquitous computing, graphical design, direct manipulation, Fitts' law, information architectures, and information visualisation. Students learn techniques associated with the various phases in the usability-engineering process, for example, requirements-interviewing and ethnographic observation, task analysis and user-modelling, paper-based and scenario-machine prototyping, evolutionary development, and usability evaluation methods like experimental analysis of user performance, collection and interpretation of thinking-aloud protocols and field study data, and survey construction and analysis. Students also need to develop a repertoire of useful strategies and thinking processes in order to make the kinds of evaluations and decisions inherent with usability engineering that are highlighted by the core concepts and techniques. These processes are included as much as is possible in our case studies.
Our case studies describe real system development projects; for example, our garden.com case study describes the development of a Web portal for gardening supplies. It is an authentic story of one of the 'dotcoms' from the late 1990s, from a usability engineering perspective. Stories of real system development processes are neither brief nor strictly linear. The stories can be organised by an overall timeline, but the logical dependencies among events, activities, and problems that occur in the cases are quite interconnected, and related subactivities often occur in parallel. System development case studies can also be quite voluminous. Thus, a system development project typically involves a requirements phase in which stakeholders representing those who will design, implement, buy, sell, maintain, train and use the system are interviewed, and previous and related systems are analysed with respect to stakeholder perceptions and/or performance. The requirements analysis activities alone can generate a huge amount of content, yet their outcome is merely a problem statement that guides subsequent system development activities. is drawn from the actual materials of the product development process. It is accessed through the container (above and to the left), providing mostly non-coded metadata. The container is accessed through a list of envisionment documents from the information design phase of the development process
Rather than condensing our case materials into a linear narrative, we developed a simple information design for a collection of documents. We developed a case schema corresponding to fairly standard phases in the development process for interactive systems (Rosson and Carroll, 2002) :
• requirements analysis
• activity design
• usability testing.
Each of the phases is further decomposed into a set of focal activities: for example, requirements analysis and usability testing are unpacked into
• planning
• methods and materials
• information gathering
• synthesis the four design phases are unpacked into
This results in 20 terminal categories of development activity. The terminal categories are populated with design scenarios and mock-ups, as well as a variety of other design documents. The documents include early statements of the design concept; results from requirements surveys; focus groups, and other market research (including, where possible, instrumental documents such as advertisements used to recruit participants into focus groups); notes from design brainstorming sessions and other design discussions; analyses of metaphors and technology options; user interaction design scenarios; user interface sketches, mock-ups and prototypes; use cases and point-of-view scenarios to analyse software designs; design issues and tradeoffs; usability specifications; descriptions and results from usability studies, including test materials; and design revisions and justifications for changes. A description of the content for the garden.com case study is in Table 1 .
In our usability engineering course, we use the cases in four ways. First, we make specific homework assignments using the cases. For example, one assignment asked students to discuss how prototyping was used in two of the case studies, to contrast the two prototyping strategies, and to hypothesise why different prototyping strategies might have been used in the two projects. Second, we use case studies as background for in-class activities. For example, one activity asked groups of students to assess the impact of a changed requirement for the garden.com case study (e.g., a business-to-business strategy instead of direct retail). Third, we use the case studies to exemplify principles, practices, concepts and techniques that are described in lectures and other presentations. For example, one of the case studies is a personal digital assistant application, which provides a nice example for introducing PDAs. Fourth, the students use the case studies as models for their own semester projects. Each student group develops a small system project through the course of the semester, and, among other things, documents it as a case study of system development. In all of these uses, students access and study the cases individually, reading and browsing the hypertexts. Rationale Before/after main page; before/after department page; before/after product list page; before/after product information page; before/after wheelbarrow page; usability study #2 report
Usability testing
Planning Operational definition; usability specifications
Methods and materials
User background survey; gardening quiz; attitudes toward the Internet survey; session script; usability testing scenarios; post-scenario ease of use assessment; usability report card; strategy questions; debriefing questions; equipment list
Data collection
Notes on sessions; notes on participants; post-subtask comments; post-session comments; usability report card scores Interpretation Gardening quiz scores; attitudes toward the Internet; time on task; lostness ratings; number of mouse clicks; post-subtask ratings
Synthesis Design recommendations
In general, we believe that the usability engineering cases and case-based learning activities have enriched the course. During the 2004 and 2005 offerings of the course, we gathered various anecdotal and global information about how the students used the cases, how they felt about using them, and about their perceived self-efficacy with respect to 25 key usability engineering capacities (Carroll and Rosson, 2005a, 2005b) . However, the linkage of instructional events and outcomes to the specific case-based learning activities is quite indirect in our prior work. Our current research interest is to explore and develop a more focused linkage between case-based activities and learning events and outcomes.
Selecting an instructional approach through learning goals
Boekaerts (2002) compares classroom environments to rain forests: complex and dynamic systems where students, competing for resources, have to adapt to different environments in order to flourish. Self-regulated learners are extremely successful at adapting to changing demands in the environment by monitoring and regulating learning behaviours when necessary (Butler and Winne, 1995) . Students make judgements with regard to courses, such as how to prioritise work, what type of effort is necessary, how much time to spend on different aspects of the course, etc. These judgements are in large part made through an evaluation process where students' own learning goals interact with the perceived goals for the class (Boekaerts, 1996; Pintrich, 1995) . However, students may misperceive goals during instruction and as a result incorrectly evaluate their work quality and class performance (Butler and Winne, 1995) . Certain goals may simply be easier for students to grasp than others. Instructors can help minimise these types of problems by actively verbalising the learning goals for a course and providing students with useful feedback. Assessments are a valuable way for instructors to gauge student development in order to tailor feedback to best suit each student. However, in order to use assessments as training tools, they need to be connected to verbalised learning goals and take place throughout the course. In designing the usability engineering course, we carefully devised a list of what we felt to be the main learning goals for the class. These learning goals, to a great degree, shaped the organisation and content focus of the course and helped select the assessment procedures and teaching methods we would utilise during instruction. In order to ensure that students are aware of all of our learning goals, the instructor will talk to students about them and explain how instructional methods and assessments will facilitate their achievement. There are six main learning goals for this course, some of which we touched on earlier:
• retain knowledge of core concepts and techniques and apply this knowledge to accomplish real world tasks
• build knowledge base through collaborative discussions and refine necessary skills in collaborative groups
• utilise cases in the case library effectively and use case-based activities to demonstrate students' developing understanding of course content
• think outside the box when accomplishing tasks
• use outside resources to accomplish tasks
• understand and apply underlying cognitive strategies needed to accomplish these different tasks.
There is a strong student expectation that the first of these goals is primary, based on socialisation in the traditional classroom-learning paradigm. Therefore, it is critical to explicitly discuss and support achievement of all six learning goals. Moreover, if students are not held accountable for demonstrating mastery of all six goals, they may only direct their time and attention to those goals that will be tested. The assessments we describe below address different combinations of the six goals. For example, the final course project may assess goals 1-2, 4-6, but not the third goal. As long as each goal is explicitly assessed by some means, students are reminded to pay attention to whether or not they are achieving every goal. Achieving these goals will not be an easy task for students because they have to focus on learning outcomes (i.e., an understanding of the core concepts of usability engineering) as well as learning processes (i.e., ways to go about accomplishing the tasks within usability engineering). Usability engineering is a domain of professional practices. It is important for students to develop two very different kinds of knowledge in such a domain: declarative and procedural. This distinction is fundamental, but not always easy to operationalise in particular instances: Declarative knowledge is knowledge about concepts, whereas procedural knowledge is knowledge about how to carry out actions, enacting core concepts. For example, in order to know how (procedural) to carry out a complex task, it is necessary to know that (declarative) certain goals need to be met and that (declarative) different strategies and processes exist that are related to the procedure. Declarative knowledge consists of an understanding and awareness of all of the content in the course. Concepts like user interface metaphor, direct manipulation, contextual help, and so forth are examples of some of this knowledge. Besides these more obvious examples, other forms of declarative knowledge include such things as knowledge of: cognitive strategies, goals of collaboration, and organisation of the case-libraries. Procedural knowledge has to do more with the mechanics for manipulating the knowledge base and carrying out different functions. Some examples of procedural knowledge as it pertains to this course are: how one can determine which of two pointing devices is better, how to carry out a requirements interview, how to determine whether a design change improved a user interface or not. The reason this distinction is important to take into consideration is because developing procedural knowledge requires not only an understanding of the tasks and prescriptive strategies at hand, but actual practice in identifying events, carrying out the necessary actions, and reflecting on performance (Hogan, 1999; VanLehn, 1989; White et al., 1999) .
A further distinction exists between the core course content (be it procedural or declarative) and the learning and analysis strategies used by teachers and students in the course. Examples of analysis strategies include: using the case library, understanding how all the parts of a usability engineering process link up, and analysing tradeoffs (e.g., orienting to the tension between potential upsides or strengths of a user interface design and potential downsides or weaknesses of a design). Students often do not recognise that even the best design solutions typically (perhaps always) have undesirable characteristics; naively, they think design is about finding the right solution. In order to address these misunderstandings, procedurally oriented disciplines such as usability engineering must provide students with information about the underlying processes inherent to procedures, opportunities to carry them out, and feedback on student performance. Bjork described a vivid example of this distinction "One chance to actually put on, fasten, and inflate an inflatable life vest, for example, would be of more value -in terms of the likelihood that one would actually perform that procedure in an emergency -than the multitude of times any frequent flier has sat on an airplane and been shown the process by a steward or stewardess." (Bjork, 1994, p.188) Case libraries and case-based learning activities can provide students with access to higher cognitive learning opportunities and therefore contribute to a better understanding of the course content. However, as previously discussed, cases and activities are not enough, in and of themselves, to develop the kind of thinking processes necessary for students to engage in the problem solving events associated with usability engineering. In our experience, case studies and case-based activities need to be further supported by teaching methods that focus less on traditional lectures and more on interactive problem solving.
Interactive problem solving refers to class sessions during which the instructor poses a problem and the entire class works together to conceptualise it in different ways, identify strategies, and suggest and carry out different solutions. Throughout interactive problem solving the instructor's main objective is not to give students answers, but rather to get students to verbalise reasoning and figure out the answers collaboratively with their peers. However, when the class falters, the instructor can provide suggestions to help students get back on track. In this way, students can develop learning and analysis strategies and processes; after all, the best way to learn about problem solving is to engage in it. Therefore, for a course such as the one we are proposing, effective instruction must follow a process that allows students to learn about new strategies and practice new skills simultaneously. This can be accomplished through the use of a modified version of the cognitive-apprenticeship model of instruction.
A cognitive-apprenticeship model is particularly useful when the activity at hand is complex enough that merely reading about it, or even seeing it enacted, would be insufficient for a learner to fully understand the processes and thinking involved in the activity. In these cases, learners need the real-time meta-commentary on the processes being enacted. Through this meta-commentary students can 'see' expert processes, such as strategy selection, in action. Subsequent steps in the cognitive apprenticeship model present students with the opportunity to emulate observed behaviours in a classroom and ensure that students take an active role in their learning processes while having access to instructor modelling, feedback, and support. Innovative teaching methods, such as these, prioritise not only the learning content, but also the thinking processes behind associated problems and how experts in respective fields might go about solving them. Teaching techniques within a cognitive-apprenticeship model of instruction generally follow a similar process: demonstration of task, discussion of problems related to the task and strategies associated with them, coaching students to resolve problems in order to accomplish the task, and finally, fading away in order to allow the student to fully demonstrate that they can accomplish the task without assistance (Brown et al., 1989; Collins et al., 1991; Schoenfeld, 1987) .
During the discussion and coaching aspect of this model, students' understanding is often questioned and students are expected to actively participate with the instructor in order to resolve problems and reflect on performance. Formative assessments of this nature have been shown to improve students' abilities to develop complex problem solving skills (Brown et al., 1989; Collins et al., 1991; Kuhn et al., 2000; Rogoff et al., 1996; Schoenfeld, 1987; Schraw and Moshman, 1995) as well as improve student motivation (Schunk, 1995) . Furthermore, teaching methods that focus on the importance and utility of learning processes at the strategic level have been shown to not only improve student performance on complex tasks, but also improve students' ability to transfer these skills to novel situations (Bransford et al., 2001; Butler and Winne, 1995; White and Frederiksen, 2005) . Therefore, this type of teaching model seems extremely compatible with our learning goals for students and the case-based activity structure.
The things people do in the workplace, and the ways they do them, are rich sources of constraint and inspiration for designing systems to support real work activity. A common usability engineering technique is to view the metaphors that people employ in talking about their work flows and data structures as reflecting naïve mental models of the activity domain. These metaphors are then used as guidance for developing activity designs (e.g., Rosson and Carroll, 2002) . For example, a user might describe personal schemes for organising documents into piles on a desk, or for polling colleagues to arrange team meetings. One of the assignments we have used in our case-based approach to teaching usability engineering is to ask students to review a case and critique the metaphors that the design team identified at this stage. This is a far more useful way to talk about the role of metaphors in requirements analysis than merely to describe and illustrate their use in a lecture (Carroll and Rosson, 2005a, 2005b) .
However, we still find that students have trouble making the 'leap' from reading and critiquing an instance of real usability engineering practice and being able to enact the practice themselves. Some students, even after critically analysing the use of metaphor analysis in a case study, just invent metaphors that have little relationship to anything the users told them. Other students seem to be more able to identify metaphors in what the users tell them, but then are unable to go beyond those metaphors in their own activity designs, taking verbatim what the users told them instead of reacting to it creatively and integratively as designers. Of course, what we are asking for is not a small thing. It is difficult enough perhaps for a student of usability engineering to learn to listen carefully to users and to understand what they are describing, let alone to learn to creatively integrate what the users literally say into a new and more comprehensive design metaphor that they will easily recognise, appropriate, and extend. Nevertheless, this high level of performance is key to the professional practice of usability engineering, and therefore it is exactly what we are trying to help the students learn. This is precisely the kind of topic in which we think cognitive apprenticeship can make a big contribution to the usability engineering course: Rather than only having students read and critique case study examples of metaphor analysis, we will then have the instructor actively model metaphor analysis for the class. What we have in mind is not a lecture, but a workshop of real-time design problem solving. This could be achieved by the instructor solving a problem that the students worked on, that is, enacting the process of the 'teacher's solution' instead of handing out the solution state only. It could also achieved by inviting a team of advanced undergraduates or graduate students involved in a design project (or, of course, actual designers) to carry out a requirements analysis session for the class, or even by showing a video recording of a requirements analysis session and stopping the video frequently to deconstruct the designers' problem solving. Our teaching model is a modified version of a cognitive apprenticeship model because student will continue to receive feedback and guidance, if needed, when creative their final projects. The cognitive apprenticeship model employs a stricter approach to 'fading' teacher support that we expect or intend to follow.
The course structure
The primary structure of the course, as previously mentioned, centres around an apprenticeship model of instruction. In addition, we wanted the majority of learning to take place in a simulated real-world environment. Our approach will be to teach usability engineering in collaborative and team environments, where brainstorming, idea building, and problem solving will be an integral part of the learning experience. In order to explain the proposed course in more detail, we will discuss three important aspects: teaching methods and techniques used for the course, general cognitive skills emphasised, and learner assessments used to evaluate student performance. This organisation will provide an opportunity to further illustrate these components with concrete examples.
Teaching methods and techniques
Instructors can use various techniques to create a learning environment that adheres to an apprenticeship model of instruction. The methods and techniques we describe here are by no means novel to instructional practice, as they have been used in other areas such as mathematics, science and law. However, they are not commonly practiced in usability engineering, especially in larger undergraduate courses. Furthermore, we do not mean to imply that lectures are not an important aspect of learning or that they should not be used as a means of instruction. We are suggesting that lectures should be supplemented with other teaching methods that allow for the kinds of collaborative exchanges that research has shown to be important considerations for learning. We have drawn from various examples in educational research (Brown and Campione, 1994; Brown et al., 1989; Collins et al., 1991; Schoenfeld, 1987; White and Frederiksen, 2005; Williams, 1992) and tailored these examples to fit with the learning goals for the usability-engineering course. During classes, demonstrations will be used, along with help clinics, and interactive discussions to highlight different ways to conceptualise a task and search for and carry out solutions.
An example of demonstrations would be asking a group of students to research a particular usability engineering practice (for example, metaphor analysis in requirements interviewing and activity design, as discussed above, or analysing and synthesising an application's data and functions into an information architecture). The students would prepare a demonstration to present in class -sort of a peer-based cognitive apprenticeship -for critique by the rest of the class. In general, demonstrations and interactive discussions are proven ways of presenting students with expert thought processes, strategies, and problem conceptualisation through collaborative problem solving and reflection (Brown and Palincsar, 1985; Schoenfeld, 1987) .
Students can be introduced to new concepts through a combination of lectures and demonstrations. Interactive discussions and help clinics (see below) can then be used as an avenue for students to practice using new concepts, develop their understanding, and practice new skills. Instructors can further use these sessions as opportunities to support student learning by coaching students through the process, much like a sports coach would an athlete.
Help clinics are sessions where student-groups can present the class with whatever problems they encounter. The instructor begins by demonstrating how to conceptualise different problems and provide suggestions for resolving them through the use of video (discussed in the demonstrations section). In order to ensure that every group participates in these sessions, each group will be required to present their 'number one problem' to the class. This can include design problems or problematic collaborative interactions. The group will in essence become the subject of whole-class discussion and analysis by role playing different problem scenarios for the class. The entire class can then participate by conceptualising problems in different ways, practicing strategy selection, and implementing solutions by having the presenting group act out different corrective strategies. Throughout this process, the instructor will ask questions in order to ensure that students focus on important bits of information, monitor whether strategies are working, and change their approach when necessary.
General cognitive skills
Earlier in this paper we presented the core concepts and techniques we feel are important aspects of usability engineering. In this section, we will talk about the more implicit forms of knowledge that students will need in order to fulfil the learning goals for this class. While the instructor will be actively trying to make these more explicit to students, they remain, for many students, harder to perceive, use, and understand than general content goals (Barron, 2003; Hogan, 1999; Kuhn et al., 2000; White et al., 2004) . These implicit forms of knowledge include: thinking processes, cognitive strategies and group-processing strategies, as well as collaborative interaction.
Some processes and strategies will be particular to usability engineering, while others are central to effective learning, problem solving, and collaborating in general. In order to address these differences, demonstrations will be tailored to focus on those cognitive skills and processes specific to usability engineering as well as collaborative interaction. Examples of processes specific to usability engineering include: how to gather and evaluate information in order to decide which tradeoffs are necessary for design, and how different circumstances and perspectives can shape this decision making process.
The usability case studies showcase processes specific to usability engineering to some extent, but think aloud protocol (verbalisation of thoughts during problem solving) will also be used to spotlight important strategies and expert conceptualisation. The instructor will verbalise his thoughts during problem solving demonstrations and ask students to try to do the same during interactive discussions. There are two demonstrations that can serve as examples of this approach. Both of the demonstrations occur early in the course. The first demonstration consists of the instructor using the case library to accomplish a case-based activity. Throughout the demonstration, the instructor will verbalise the entire thought process. The instructor will conceptualise and rephrase the activity, pointing out the kinds of information needed to complete the activity, discuss the organisation and function of the case library, and how to find different kinds of information. The main purpose of the demonstration will be to show how an expert would think about the activity and effectively utilise the case libraries. In this way students can learn about and emulate expert behaviours.
The second demonstration will focus on group dynamics and collaborative interactions. In this demonstration, the instructor will show the class a video of a collaborative design meeting. This can either be an actual meeting from one of the instructor's research teams, or a staged meeting where the actors hope to illustrate common problems that occur within these sessions. Before showing the video the instructor will discuss the goals of collaboration, common pitfalls, and useful corrective strategies. The video will then serve as a way to get the class to critically analyse how well the group is meeting these collaborative goals, identify problems, and suggest ways of correcting them. Rather than watching the video from start to finish and then discussing it postmortem, the students should shout out when they think it should be paused and discuss problems and resolutions as they occur. Alternatively, the instructor may pause the video at crucial times and ask students to identify problems and how they can be resolved, then play the video to see how the group actually handled it. This video demonstration can be a vehicle to present students with the idea that group interaction is a skill that can be improved by
• increasing your awareness of collaborative dynamics, goals, and strategies
• using this awareness as a means of monitoring and improving collaborative activity.
Students will be expected to emulate the processes illustrated in this demonstration during student help clinics.
During all of the demonstrations discussed in this section, the instructor will work collaboratively with the entire class to resolve questions and suggest helpful strategies, both cognitive and social. Cognitive strategies include strategies to help learn or remember material, accomplish different design tasks, as well as help monitor and control thinking processes. Group-processing strategies are similar to cognitive strategies, but focus on the social goals of collaboration rather than usability engineering. For example there could be strategies to accomplish group tasks, strategies to help monitor and control interactions, and strategies to resolve common group problems.
As the course evolves, students will be asked to identify these strategies during interactive discussions and use the strategies to resolve problems during help clinics. The instructor should listen to student suggestions and try them out even if they are not appropriate to the situation. The class can then reflect on how well different strategies work and suggest others when necessary. These types of interactions help to build environments where students feel empowered and personally invested in the class (Collins et al., 1991) .
Learner assessments
One of the challenges we faced in designing this course was to come up with assessments that would capture more than just how much of the concepts students remembered. We wanted to pick assessments that would also prioritise the processes students were expected to use as well. This includes problem solving as well as important collaborative skills, i.e., effective communication and negotiation of ideas. Furthermore, we wanted assessments to be meaningful and useful to students, and explicitly tied to the learning goals for the class. The assessments we decided on are a combination of formative and summative assessments. We begin by explaining the final project and then discuss the ongoing formative assessments and how they will help students to complete the final project.
Students' final project will be the creation of a new case study where students will present each step in the design process, detailing problems they encountered, analyses of their finding, and tradeoffs they felt were necessary. The final project is meant as a way to reinforce the use of processes within the case libraries in environments similar to those in which the actual cases took place. Therefore, students must complete the final project as part of assigned design teams. Students will be expected to participate in regular design meetings and complete a series of tasks with their team members.
Students will be assigned a design task and will create a case study by emulating the steps taken by different design teams in the case libraries (e.g., requirements analysis, activity design, information design, and interaction design). Exceptional student cases will be added to a new 'student section' that future students can then utilise. Having students create purposeful artifacts of this nature can be a powerful motivating factor for learning (McCombs, 1996; Pintrich and Schunk, 1996; Schwartz et al., 1999) .
Each step in the design process will have to be completed by predetermined dates and students will need to turn in detailed transcript-like notes of the meetings during which sections were completed. These detailed notes will include such information as: who was present during the meeting, the names of speakers and issues they raise, as well as other general discussions that take place during the meeting. These notes can be used as both formative and summative assessments. As a formative assessment, the notes can help an instructor evaluate students' developing understanding, and use this information to provide students with feedback to improve their final project. Notes can also be used as a way of determining grades for group participation (summative assessment). Lastly, during sessions coinciding which the due dates for a section, the instructor can randomly call on teams to present their completed sections and discuss their rationale.
Besides calling on random teams, the instructor can also preselect a set of students to call on during lectures and interactive class discussions. Much in the same way that law and medical students are randomly selected to provide explanations and examples during lectures, so can usability engineering students be expected to contribute to class discussions. The potential be called upon to 'perfom' for an audience, as an individual or part of a group, will likely motivate students to come to class prepared and complete assignments on time. Moreover, these types of formative assessments provide opportunities for students to verbalise and revise their thinking and instructors to better understand how to best support students' development (Bransford et al., 2001 ).
Conclusion
Our objective in this (ongong) work is to enhance the authenicity of a course in usability engineering. Authentic approaches to teaching and learning are always a good approach. For usability engineering, which after all is a highly procedural domain, and indeed an professional practice, we feel there is both the opportunity and perhaps the need to pursue authentic instructional approaches more aggressively. Many any of the students who study usability engineering, including a few who do not expect it, go on to become usability engineers.
Cases, of course, are a paradigmatic example of authentic content; but there are many ways to use cases, including some relatively traditional lecture and discussion questions approaches, that are not strongly authentic, and particularly inauthentic for a highly practical and procedural domain like usability engineering. We further recognise that there is a difference between being a successful student and an effective practitioner in the field. If we want to develop the latter we need to teach them more than just theory, we must demystify and support practice.
We have created tools (the case library and case-based activities) to help students develop a better understanding of the practice of usability engineering. However, a tool's usefulness is only as effective as an instructional situation allows. We are trying to create a learning environment that not only requires the use of our instructional tools and provides students with examples of how to use it, but also gives students feedback on how they are using the tool and what they should be learning from it. Our goal is to continue to develop a case-based approach to teaching and learning usability engineering, but to embed that case-based pedagogy in even more authentic learning activities.
We have been asking here how can we better exploit the opportunity to create a more authentic learning experience in usability engineering -and to better assess the outcomes of what we do. Research in cognitive psychology and education have contributed to robust theories of how people learn and how this information can be used to tailor teaching/training practice to optimise learning potential. As knowledge of learning increases, more and more researchers are pushing educators to reevaluate their pedagogy and revise practice to include more process oriented, learner centred forms of instruction. To a great extent that is what we have done here. However, we also need to investigate the effect of these changes on student learning and motivation across different fields and age-groups. This can be done through longitudinal studies, self reports, and pre and post instructional interviews. Educators teaching similar courses but utilising different instructional techniques could also collaborate with each other to build a better understanding of the most effective teaching methods for there specific needs. Basically we are saying that it is about time that we bridged the gap between research and practice to develop more effective forms of instruction.
