We present a framework for utilizing context 
Introduction
If the swift development of mobile computing will continue and the visions [1] [2] [3] about so-called pervasive, or ubiquitous, computing will come true, we will be facing a world where a huge amount of embedded computing capability is saturated within the environment. In addition to WWW-based services, we will also have lots of networked interfaces to items of everyday life. In the future a major problem will be how to find and access the right information, resources and services conveniently when needed. We expect that the retrieval problems faced within the current WWW will be present in pervasive computing as well. Even if the low level service discovery is managed well there still remains the issue of high level discovery, i.e. what services to offer to the user, as well as when and how to present them. As Helal points out [4] , one limitation of current service discovery systems is that they do not utilize context information. The issue of finding the right information and services, when needed, is closely related to the phenomenon called information overload and to the capability of human awareness. As Garlan et al. claim, human awareness is one of the bottlenecks in pervasive computing [5] . This will be true especially if we face a situation where the available and relevant services and resources change dynamically with respect to spatial and temporal changes in the user's context.
Context-awareness has previously been widely studied; Abowd et al. define the "five W's" of context to describe a good minimal set of necessary context: Who, What, Where, When and Why [6] . Schilit et al. described examples and categorization of context-aware applications in [7] . Salber et al. presented the Context Toolkit [8] , which offers building blocks for context-aware applications following the conceptual model presented in their work. Schmidt's work on context-awareness [9] focused on implementing context-aware artefacts by adding sensing capabilities to everyday objects. A popular example application for context-awareness is contextaware reminders, which have been examined in multiple undertakings, including the comMotion [10] , CybreMinder [11] , and EventManager [12] systems. Furthermore, Brown et al. discuss triggering information by context in [13] . Another use for context-awareness is described by Lei et al. [14] work. They use notification dispatchers to route notifications according the context. In the systems mentioned, the rules are usually defined by using simple first order logic. Ranganathan et al also describe the use of first order logic for context-awareness in [15] . Context-awareness has been rarely utilized for prioritizing and classifying discovered services in pervasive computing. There has been some research in profiling and prioritizing WWW pages, though. For example Suryanarayana et al. discuss using profiles for the situated web in [16] .
In this work, we apply the latest developments of Semantic Web and context-aware computing to support high-level service discovery within pervasive computing. The Semantic Web is an extension of the current web, in which information is given well-defined meaning, enabling computers and people to work in better cooperation as stated by Bernes-Lee et al [17] . Resource Description Framework (RDF) [18] is one of the key technologies in the Semantic Web visions.
One of the challenges in context-awareness is how to define the rules, which tell the system how it should behave according to the available services and the current context. The rules are closely related to how the services and resources are described. We present a novel idea of an RDF-based model, which can be used to add value to service discovery in pervasive computing by prioritizing and classifying the services. The use of RDF makes the rule-based model directly compatible with the Semantic Web idea for unified way to describe resources. Our model can also be used for triggering actions and even for proactive service discovery.
The rest of the paper is structured as follows: In Chapter 2 we present our framework for contextawareness in high-level service discovery and pervasive computing. Chapter 3 presents a model for context-based rules for triggering actions and for prioritizing discovered services. In Chapters 4 and 5 we provide demonstrations of the model. We conclude the work in Chapter 6.
A Framework for Context-aware Service Prioritization
There are several ways how context-awareness can be utilized for providing services to the user in a convenient way. The most relevant services can be suggested automatically to the user. For example if the user is using a mobile phone, a couple of most relevant services can be presented to the user via his/her terminal device's main view at any moment. This does not occupy lots of space from the UI and it is easy for the user to glance at the view. If the user decides to list all services nearby or other relevant services based on some criteria, a more detailed list can be shown to him/her. In this list, the most relevant services can be highlighted. Thus, context-awareness can be utilized for classifying services based on the context. A system could also automatically try to discover and locate a certain type of service, if it is probable that the service will be needed (proactive service discovery). Services can be physical equipment like printers or surveillance cameras. They can also be WWW-based entities like stock quote or weather services. Figure 1 shows our conceptual framework for contextaware service prioritization. The basic idea is that the discovered services are first classified into a fixed set of pre-determined classes according to their description data and according to the user's current profile. The classes can be e.g. 'recommend', 'highlight' and 'do not recommend'. Those services that fall into the same class are then prioritized within the class. The client application can then decide how to provide the information about the services to the user most conveniently.
The user profile depends on the user's context information, which consists of the current situation and the user's preferences while including also other aspects of context such as reference groups. Situation can be, e.g. "it is raining", "at 4pm". User preferences can include information about the user's general preferences, e.g. she likes pink and prefers bus to bike when it is raining. The user can have direct control over his/her preferences. Also, context information can be derived automatically from the user's actions.
The framework can easily be extended to include context-based triggers like reminders, which are checked during the service classification process and executed if relevant.
Key challenges when implementing this kind of functionality are how to represent the service descriptions, context information and user preferences, and how to describe the rules by which that information can be utilized.
RDF-based Model for Context-based Rules
We chose RDF to be the basis for our rule model, so that rules could be included into RDF description of resources like users and services. In this way, we do not need to introduce new technologies and syntaxes. By utilizing RDF, we can also benefit from unique resource names, expandability and XML development.
In our model, RDF-based service descriptions include (meta)information about the service, e.g. its status and location. A service description may also include contextaware rules, which are related to the service. The user's RDF description contains contextual information and user-related rules. Hence, rules that control the classification process and action triggering can be found from the user profile and the service descriptions.
Rules are constructed in the following way: A rule has two properties: Action and Condition. Action is a higherorder statement i. Figure 2 . The figure is simplified for readability. The example presents a rule "if there is a resource, whose location is (_1) the same location with the user (_2), and the user's status is work (_3), and the resource is of type Projector (_4), then recommend the resource (action)." Or more shortly: "if there is a Projector in the same room with the user, recommend it."
The use of Variables can be seen from the example. The empty node in the subjects of statements _1, _4 and action presents a variable, which shall be a resource of type of Projector and the resource is recommended if the condition is true. The empty node in the objects of statements _1 and _2 presents a variable, which corresponds to the location of the user and the location of the service. Note that all empty nodes have a unique identifier in RDF. For instance, if the empty node in action is a different empty node than in condition, then it presents a different resource. In which case, some other service than the one in the same room with the user would be recommended in the previous example.
Solving the conflicts between different rules poses a common problem for rule systems. Managing rule databases is a research topic in itself and is mostly out of the scope of this paper. In our approach we used the basic idea that the user's own rules override the possible conflicting rules from the services. Using more sophisticated prioritization methods for rules offers a future research topic.
RDF supports the use of polymorphism. This functionality can be used for introducing service classes and context hierarchies. For example there can be a class for meeting equipment, and Projector can be a subclass of Meeting Equipment. These classes can then be used within the rules. Similarly, there can be context hierarchies, which could be used within the rules just like the service classes. The creation of context hierarchies and ontology are complex issues and pose a research field of their own. They are left out of more detailed consideration in this paper.
Demonstration of Expressiveness
To validate our work and to demonstrate the expressiveness of the model we implemented a reasoning component, which implements the rule model. The reasoning component was implemented with Java 1.4.2. The reasoning component gets RDF-information about the user, available services and current context, and can then trigger actions and provide prioritization information about services. Jena 1.4.0. is utilized within the reasoning component for parsing the RDF descriptions.
We implemented a demonstration software, which can be used for experimenting with the reasoning component. The demonstration software includes tools for simulating the service discovery, the context manager, and the user interface of the possible end user. The service discovery tool can be used to manage the list of (imaginary) services that are currently "available" via the service discovery. The tool also allows editing the RDF descriptions of the services. The context manager is used for managing the user's RDF, including the rules and context information presented within. The end-user UI demonstrates how the services are presented to the user based on the prioritization obtained via reasoning. The UI also tells when context-based actions are triggered. In our demonstration, new rules and service descriptions can be written and entered into the system without shutting down the JVM.
The reasoning component uses RDQL [19] queries for checking if a rule presents a situation that can be found in the available RDF information. RDQL queries are automatically generated from the rules of the user's or service's description in order to find the relevant hits. If a hit exists, the rule is true and the relevant actions can be triggered, and/or the matching service can be categorized. In the demonstration implementation a simple relevance metrics is used for the service prioritization; categories have different fixed priorities, but all the services within a category are prioritized equally. The queries are executed directly with Jena's RDQL support for querying RDF models. Variables in the rules present the resources, which are to be found with the RDQL query.
The RDF descriptions and rules in the demonstration were written by using an XML/RDF definition for presenting RDF models. A simple ad hoc ontology was created for the services and user contexts. The ontology includes resources like services and users. Services have a type hierarchy. Resources can have properties like location and status. The ontology was written in XML/RDF. Here is an example of a statement from a rule, which is supported by our implementation:
<rdf:_2> <rdf:Statement> <rdf:subject rdf:resource="http://www.example. org/user-smith.rdf"/> <rdf:predicate rdf:resource="http://www.example. org/schema.rdf#location"/> <rdf:object rdf:nodeID="A1"/> </rdf:Statement> </rdf:_2>
The example presents a part of the same rule that was visualized in the Figure 2 . The empty node A1 presents a variable, which corresponds to the location of the user and the location of the service.
Currently conditions in our model correspond to Boolean "and". "Or" can be achieved by creating several rules. Relational operations (>,<,…) are being implemented, as well as support for spatial and temporal reasoning, e.g., by introducing event sequences.
A test set-up was created to experiment with the rules. RDF descriptions of different kinds of services were given for the service discovery tool. These included e.g. projectors, lights, printers and video cameras. Their descriptions included their location, status etc. Similarly, the RDF description of a user was edited with the context manager. Then, e.g., the following rules were written and tested with our implementation:
1 Rules 1-3 demonstrate the context-based service classifications, which are used to decide how to present the services to the user. These rules were written into user's preferences. Rule 4 is also about service classification, but it was written into service descriptions. Hence, it is an example of a rule that is derived from the environment and is not pre-defined in the user's own preferences. Other rules in these examples were written into user's preferences. Rule 5 is an example of the use of social context to initiate action, in this case to change the profile for the user's mobile terminal. Rules 6 and 7 are examples of launching proactive service discovery together with service classification. Rule 8 presents a rule for context-based action triggering.
Practical Experiments
To test the rule model further, we took the reasoning implementation from the demonstration mentioned in the previous chapter and merged it into the CAPNET [20] prototype. CAPNET is a pervasive computing architecture, which utilizes a component-based approach for enabling context-sensitive pervasive services. In the current CAPNET prototype, services have RDF/XMLbased descriptions, and service discovery is done over a JINI-based implementation. Ekahau's WLAN positioning is utilized for getting the user's location information. Currently CAPNET applications can be run on laptop computers or iPaq PDAs.
We added the reasoning into the CAPNET prototype as a new component. The reasoning provides an interface for checking the context-aware rules. No major changes were required for the existing CAPNET architecture as the rule model is based on RDF and can be utilized with CAPNET's service and user descriptions. The reasoning gets the list of available services via CAPNET's service discovery. Existing real services include e.g. the meeting room reservation service, access to video projectors and access to the music jukebox, which can be used for playing music via loudspeakers in the room. The reasoning provides a prioritized service list to the service browser application, which shows the services to the user accordingly. The reasoning can also trigger events within the CAPNET prototype, e.g. a profile-change event can be sent to the profile changer application, if such rule evaluates to true.
Experiments with the CAPNET prototype show that our rule model can be quite straightforwardly utilized within real pervasive computing systems, which utilize RDF for describing resources and their states. We will improve our rule model and continue with more detailed testing with the CAPNET prototype.
Conclusions
We presented a framework for context-aware service prioritization and context-based triggering. A key issue in context-aware systems is the model for describing and utilizing context. The model should also specify how the rules are described and interpreted. The model should be expressive, robust and expandable. We presented a novel RDF-based model for describing the context-aware rules. The use of RDF appeared to be a good choice to meet the requirement for enabling context-awareness as it provides a way of making a flexible model for managing rules and context information. The use of URIs provides a possibility to use unique identifiers for resources. This is clearly vital for distributed systems.
RDF supports expandability, and different RDF graphs can be unified. RDF can be used for describing ontologies, as the OWL and DAML-S initiatives show. The rule model supports expandability of the ontology without changes to the reasoning implementation.
Jena and RDQL offered a relatively easy and straightforward way to manipulate and query RDF graphs, although they still had some bugs and problems, e.g. lacking support for polymorphism and classes. In an ideal situation, the system can be expanded without major changes to the Java code, just by expanding the RDF documents. Also, the rules can be changed dynamically, no Java programming is needed. By using RDQL it is easy to create an implementation, which can query RDF graphs. This functionality enables implementing a flexible rules system as provided in this paper. RDF also supports class hierarchies.
When considering real-life use and applications for rules like the ones presented in this paper, one obvious question is where the rules come from. There are several solutions: Rules can be pre-made and provided directly by the vendor of the system. Rules can also be created by the end user. The evolution of XML-and RDF-editors will simplify the writing of this kind of RDF-based rules, similar to the HTML-editors that have evolved from the awkward text-based editors of early days. Finally, one sophisticated solution is to derive rules automatically after collecting information about the user's behavior and routines.
There are not many practical real-life examples of the use Semantic Web and RDF. Our demonstration and approach shows a practical example of how RDF can be used to provide sophisticated functionality for pervasive computing.
