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Capítulo 1
Introducción
Este proyecto fin de carrera (PFC) se ha realizado en colaboración con el grupo de investigación
UCASE de la Universidad de Cádiz. Una de las líneas de trabajo de este grupo consiste en la aplicación
de pruebas de mutaciones a las composiciones de servicios WS-BPEL [1], estando enmarcado el PFC
que se presenta dentro de ella. A lo largo del capítulo describiremos la motivación del proyecto y los ob-
jetivos que se persiguen, la utilidad de la técnica de prueba de mutaciones y las principales características
del lenguaje WS-BPEL.
1.1. Motivación
El World Wide Web Consortium (W3C) define un servicio Web (WS) como una aplicación software
identificada por un URI cuyas interfaces se pueden definir, describir y descubrir mediante documentos
XML. Los WS permiten que sistemas distribuidos heterogéneos cooperen entre sí, independientemente
de las plataformas software y hardware empleadas [2]. Esto hace que tengan una gran importancia
económica, y que las grandes empresas del sector se hayan interesado en definir estándares relacionados
con ellos. Los principales estándares de WS son SOAP [3], un protocolo para especificar la estructura
de los mensajes que intercambian los WS; WDSL [4], lenguaje para especificar los WS; UDDI [5],
que permite publicar y descubrir WS; y WS-BPEL [6], lenguaje que permite crear procesos de negocio
mediante composición de WS preexistentes y ofrecerlos a su vez como WS.
Las composiciones de servicios en WS-BPEL están alcanzando cada vez más importancia económi-
ca [7], por lo que es necesario prestar atención a la prueba de este tipo de software. El grupo UCASE
trabaja en la aplicación de la prueba de mutaciones [8, 9] a composiciones WS-BPEL. La prueba de
mutaciones es una técnica de prueba de caja blanca en la que se introducen cambios sintácticos en el
programa a probar mediante la aplicación de los operadores de mutación. Posteriormente se comprueba
si el conjunto de casos de prueba disponible es lo bastante bueno para detectar estos cambios.
El grupo UCASE ha desarrollado la herramienta MuBPEL [10], que permite aplicar la técnica de
la prueba de mutaciones a composiciones WS-BPEL. Esta herramienta se utiliza actualmente desde la
línea de órdenes, dado que no cuenta con una interfaz gráfica de usuario. El objetivo principal de este
proyecto es dotar a MuBPEL de una interfaz gráfica que la haga más fácil de utilizar.
La aplicación de la prueba de mutaciones a cualquier programa implica varias fases:
Análisis En esta fase se determina qué operadores de mutación son aplicables al programa a probar.
Generación de los mutantes Se generan todas las variantes del programa a probar, cada una de ellas
se denomina mutante y contiene un cambio sintáctico con respecto al programa original.
Ejecución En esta fase se ejecutan el programa original y los mutantes frente al conjunto de casos de
prueba.
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Comparación Una vez ejecutados el programa original y los mutantes, se comparan sus salidas para
determinar si los mutantes son detectados o no por los casos de prueba disponibles.
La herramienta MuBPEL realiza todas estas fases por lo que es interesante disponer de una interfaz
gráfica que las integre y facilite su uso a los usuarios.
1.2. Objetivos
Como se ha comentado anteriormente el objetivo principal de este PFC es dotar a la herramienta
MuBPEL de una interfaz gráfica, teniendo en cuenta que esta debe cumplir una serie de requisitos:
La interfaz debe ser capaz de manejar los operadores de mutación de forma genérica, de forma
que si se añaden nuevos operadores, no haya que realizar cambios en ella. Actualmente MuBPEL
integra 26 operadores de mutación, pero se están añadiendo otros nuevos.
MuBPEL tiene unos métodos para configurarse. Estos métodos reciben la ruta de los ficheros con
el código y las pruebas. Sin embargo, se prevé que en un futuro sean necesarios más métodos,
los cuales no tienen por qué necesitar una ruta, sino un dato de cualquier otro tipo. Por lo tanto,
la configuración deberá ser un proceso totalmente dinámico, capaz de adaptarse al código. Dicho
código deberá cumplir ciertas normas de formato para que esto sea posible.
MuBPEL trabaja actualmente con código WS-BPEL, pero se espera que en un futuro sea capaz
de trabajar con otros lenguajes. La interfaz deberá aceptar cualquier tipo de implementación del
núcleo, de forma que trabaje independientemente del código que esté mutando.
La interfaz se debe adaptar facilmente a la aplicación de la técnica de mutación evolutiva [11]. Se
trata de una técnica de reducción del coste computacional de la prueba de mutaciones desarrollada
por el grupo UCASE.
Además la interfaz debe facilitar otro tipo de tareas que no son realizadas directamente por MuBPEL,
como son:
1. Debe mostrar estadísticas útiles a partir de los resultados obtenidos en la ejecución de los mutan-
tes.
2. Debe permitir comparar el código del programa original con el de los mutantes, mostrando clara-
mente las diferencias entre ambos.
3. Debe permitir la exportación de los resultados en varios formatos.
1.3. El lenguaje WS-BPEL
WS-BPEL (Web Services Business Process Execution Language) es un lenguaje estandarizado por
OASIS. Está basado en XML [12] y diseñado para el control centralizado de diferentes servicios web,
con cierta lógica de negocio añadida, que ayuda a la programación a gran escala. La estructura de un
proceso WS-BPEL se divide en cuatro secciones:
1. Definición de relaciones con los socios externos, que son el cliente que utiliza el proceso de
negocio y los WS a los que llama el proceso.
2. Definición de las variables que emplea el proceso.
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3. Definición de los distintos tipos de manejadores que pueden utilizar el proceso. Pueden definirse
manejadores de fallos, que indican las acciones a realizar en caso de producirse un fallo interno
o en un WS al que se llama. También se definen los manejadores de eventos, que describen las
acciones que se deben realizar cuando el proceso reciba una petición durante su flujo normal de
ejecución.
4. Descripción del comportamiento del proceso de negocio; esto se logra a través de las actividades
que proporciona el lenguaje.
Los principales elementos constructivos son las actividades, que pueden ser básicas y estructuradas.
Las actividades básicas son las que realizan una determinada labor (recibir un mensaje, manipular datos,
etc.). Las actividades estructuradas pueden contener otras actividades y definen la lógica de negocio.
A las actividades pueden asociarse un conjunto de atributos y un conjunto de contenedores. Estos úl-
timos pueden incluir diferentes elementos que a su vez pueden tener atributos asociados. A continuación
tenemos un ejemplo:
Listado 1.1: Fragmento de una composición WS-BPEL
1 <flow>
2 <links>
3 <link name=
4 "comprobarVuelo-A-reservarVuelo"/>
5 </links>
6 <invoke name="comprobarVuelo" ...>
7 <sources>
8 <source linkName=
9 "comprobarVuelo-A-reservarVuelo"/>
10 </sources>
11 </invoke>
12 <invoke name="comprobarHotel" ... />
13 <invoke name="comprobarAlquilerCoche" ... />
14 <invoke name="reservarVuelo" ... />
15 <targets>
16 <target linkName=
17 "comprobarVuelo-A-reservarVuelo" />
18 </targest>
19 </invoke>
20 </flow>
En el código 1.1 creamos una actividad estructurada con la etiqueta «flow» (línea 1). Con esta eti-
queta se consigue que las actividades se ejecuten en paralelo, por lo tanto, las invocaciones «compro-
barVuelo», «comprobarHotel», «comprobarAlquilerCoche» y «reservarVuelo» se ejecutarían a la vez.
Sin embargo, a veces es necesario establecer una sincronización entre algunas actividades; por ejemplo,
no tiene sentido reservar el vuelo si previamente no se a comprobado que el vuelo es correcto. Por este
motivo establecemos un enlace entre ambas actividades (líneas 2 a 5), de forma que «reservarvuelo» no
se ejecute hasta que «comprobarVuelo» no haya terminado. En la línea 6 lanzamos la actividad «com-
probarVuelo»; en las líneas siguientes (7 a 10) la estableceremos como en comienzo del enlace, de forma
que sea la primera actividad a ejecutar de las dos que están enlazadas. A continuación, lanzaremos el
resto de las actividades; a la hora de lanzar «reservarVuelo», la estableceremos como el final del enlace
(líneas 15 a 18), para que sea la última actividad de las dos que forman la relación en ejecutarse.
WS-BPEL es un lenguaje de orquestación, no uno basado en coreografías. La diferencia entre ambos
es que en los modelos basados en coreografías, se representan todos los actores del sistema, con sus
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interacciones, dando una perspectiva global del sistema; un ejemplo de lenguaje de este tipo es WS-
CDL [13]. Sin embargo, en los modelos de orquestación, se centra en un participante en particular.
1.4. Pruebas de mutaciones
El análisis de mutaciones es un proceso que nos permite medir la calidad de un conjunto de casos
de prueba. Para realizar esta tarea, genera unos programas, llamados mutantes, que tienen una única
diferencia sintáctica respecto a un programa original.
Los mutantes se generan aplicando al programa original un conjunto de reglas, llamadas operadores
de mutación. Estos operadores introducen pequeños cambios sintácticos que representan los errores que
los programadores suelen cometer.
A continuación mostraremos el ejemplo de una mutación. En el primer caso, tenemos una operación
lógica, en la que comprobamos si una variable es mayor que una determinada cantidad.
1 compra>1000
Como vemos, la instrucción anterior ha sufrido una mutación; ahora, en lugar de comprobar si es mayor
que dicha cantidad, comprobamos si es menor.
1 compra<1000
Otra posible mutación sobre la instrucción anterior podría ser modificar el valor, pasando de valer 1000
a valer una cantidad distinta.
Una vez que se tiene el código mutado, se le hace pasar, junto al código original, un conjunto de
casos de prueba. Puede ocurrir que el código mutado dé un resultado distinto al código original en alguna
prueba; en dicho caso decimos que el mutante está muerto. En el caso de que el mutante dé el mismo
resultado que el código original para todas las pruebas, decimos que el mutante está vivo. Por último, el
código mutado puede provocar un error al ejecutarlo, en ese caso decimos que el mutante es erróneo.
Una dificultad al aplicar las pruebas de mutación es la existencia de mutantes equivalentes. Dichos
mutantes muestran el mismo comportamiento que el programa original, por lo que siempre dan las
mismas salidas. No se deben confundir los mutantes equivalentes con los persistentes, que son aquellos
que se producen cuando el caso de prueba no es lo bastante bueno para detectar el cambio.
Si un mutante es persistente, lo usaremos para mejorar las pruebas con un nuevo caso de prueba que
lo mate específicamente.
En la figura 1.1 tenemos un esquema del proceso del análisis de mutaciones. Inicialmente tenemos
el programa original y el programa mutado, que hemos obtenido al aplicarle operadores de mutación
al programa original. Al aplicarles un conjunto de casos de prueba a estos programas obtenemos una
salida por cada uno de ellos. Al comparar las salidas obtenemos la clasificación de la que hablábamos
anteriormente, vivos, muertos y erróneos.
Programa 
original
Programa 
mutado
Salida
Salida
Muta
nte v
ivo
Mutante muerto
Mutante erróneo
Figura 1.1: Esquema del funcionamiento de la prueba de mutaciones
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Como podemos ver, el proceso de mutación tiene varias etapas, por lo que MuBPEL también constará
de dichas fases.
1.4.1. Análisis
Antes de que podamos generar los mutantes, es necesario identificar los elementos del código origi-
nal que pueden ser mutados: de esto se encarga la fase de análisis.
Dado un código en BPEL, lista para cada operador el número de instrucciones en las que se pue-
de aplicar y los valores que puede tomar. Actualmente el analizador sólo trabaja sobre código BPEL,
pero como explicamos anteriormente, en un futuro se pretende extender su funcionalidad hacia otros
lenguajes.
No todos los operadores pueden aplicarse a un programa. En el caso de que un operador no se pueda
aplicar, el analizador nos informará de que dicho operador es aplicable a 0 instrucciones.
1.4.2. Mutación
Es en esta fase en la que se generan los mutantes. Son archivos con el mismo código que el programa
original, salvo por una instrucción, que habrá sufrido un cambio.
En cada mutante se introduce un único cambio; esto es porque actualmente MuBPEL trabaja con
mutantes de primer orden, es decir, el mutante sólo tiene una instrucción diferente al programa original.
En un futuro se pretende que MuBPEL trabaje con mutantes de órdenes superiores. Es decir, que el
archivo mutado tenga más de un cambio con respecto al código original.
1.4.3. Ejecución
En esta fase ejecutan tanto el fichero original como cada uno de los ficheros mutados contra un
conjunto de casos de prueba.
Los resultados de las ejecuciones de los mutantes se comparan con los resultados de la ejecución del
código original. Si para una determinada prueba, un mutante ha dado un resultado distinto al resultado
que ha dado el código original, marcamos dicha prueba con un 1. Si el resultado es igual, la marcamos
con un 0. Si la ejecución es errónea, la marcamos con un 2.
Como resultado obtenemos un vector de 0, 1 y 2 por cada mutante. Si algún elemento del vector es
1, el mutante está muerto. Si todos son 0, está vivo. Cuando la ejecución es errónea, todo el vector estará
a 2.
Tenemos un vector por cada mutante. Como tenemos muchos mutantes, lo que realmente consegui-
mos es una matriz, llamada matriz de ejecución, que nos indica para cada mutante y cada prueba, el
resultado obtenido.
1.5. Ejemplo de pruebas de mutaciones con MuBPEL
En esta sección mostraremos cómo se realiza una prueba de mutación con MuBPEL sin usar la
interfaz gráfica; solamente usaremos la línea de comandos.
El primer paso consiste en analizar el programa original, para ver los operadores que se pueden
aplicar. Para ello usaremos la suborden “analyze” seguida del nombre del programa original:
mubpel analyze LoanApprovalProcess.bpel
Obtendremos como resultado la lista de operadores, en la que se muestra el nombre de cada operador,
el número de localizaciones en las que se puede aplicar y el número de atributos disponibles:
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ISV 0 1
EAA 0 4
EEU 0 1
ERR 2 5
ELL 0 1
ECC 13 1
ECN 1 4
EMD 0 2
EMF 0 2
ACI 0 1
AFP 0 1
ASF 4 1
AIS 0 1
AIE 2 1
AWR 0 1
AJC 0 1
ASI 12 1
APM 0 1
APA 0 1
XMF 0 1
XMC 0 1
XMT 0 1
XTF 0 1
XER 0 1
XEE 0 1
AEL 17 1
En este caso, el primer operador aplicable es ERR, que ocupa el 4o lugar, se puede aplicar en 2
localizaciones con 5 valores distintos. Crearemos un mutante aplicándolo sobre el programa original:
mubpel apply LoanApprovalProcess.bpel 4 2 5 >1.bpel
Se habrá generado un fichero llamado 1.bpel que contendrá el programa mutado. El siguiente paso
consiste en ejecutar las pruebas unitarias sobre el programa en BPEL original. Para las pruebas unitarias
de BPEL se emplea el framework BPELUnit, y las pruebas se definen en un fichero BPTS. De esta
operación obtenemos un fichero XML con los resultados de las pruebas:
mubpel run LoanApprovalProcess-Velocity.bpts LoanApprovalProcess.bpel
>salida.xml
Por último, ejecutaremos las pruebas sobre el mutante, y compararemos los resultados:
mubpel comparefull LoanApprovalProcess-Velocity.bpts
LoanApprovalProcess.bpel salida.xml 1.bpel
De esta orden obtenemos como resultado la comparación de los resultados de las pruebas unitarias
sobre cada uno de los programas:
1.bpel 1 1 0 0 0 0 0 0 0
Con este resultado podemos ver que las dos primeras pruebas han detectado la modificación intro-
ducida en el programa (están a 1) y que el resto de pruebas no han notado el cambio (están a 0). Al haber
al menos una prueba que ha detectado la modificación, el mutante está muerto.
Capítulo 2
Planificación
En este capítulo hablaremos de las fases por las que ha pasado el proyecto y de la metodología
escogida para la realización del mismo. Describiremos cuáles han sido las principales características
de cada etapa. También mostraremos un diagrama de Gantt en el que podremos ver la cronología del
proyecto, y las actividades que más costosas han sido.
2.1. Metodología
Durante el desarrollo de este proyecto, se ha seguido una metodología iterativa basada en prototipos.
Se ha seguido esta metodología ya que está especialmente pensada para cuando los requisitos no están
lo suficientemente detallados al principio del proyecto.
En este caso, los prototipos siempre contienen gran parte de la funcionalidad del programa (salvo
pantallas adicionales como estadísticas o diferencias de código), pero tienen una serie de características
que deben ser mejoradas. En concreto, se han realizado 6 iteraciones hasta completar todos los requisitos
propuestos.
2.2. Fases del proyecto
2.2.1. Fase 0: Adquisición de conocimientos
Esta primera etapa consistió en aprender el lenguaje de programación Java, con el que no se había
trabajado anteriormente. Aunque hicieron falta crear algunos pequeños programas de ejemplo, gracias a
su similitud al lenguaje C++, no fue especialmente costoso. Se hicieron prácticas con la IDE Eclipse (en
la que se ha realizado el proyecto) usando la biblioteca SWT, que es la empleada en esta interfaz. Para
las pruebas unitarias, no sólo hubo que familiarizarse con la herramienta SWTBot, sino que hubo que
descartar otras herramientas similares, como es el caso de Google WindowTester o Jubula.
2.2.2. Fase 1: Creación del proyecto
El primer prototipo era capaz de configurar el motor de MuBPEL, mostrar la lista de operadores
disponibles y obtener la matriz de ejecución. Para la configuración del motor, se pedían tantos parámetros
como eran necesarios (3 actualmente).
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Figura 2.1: Primer prototipo de la interfaz de MuBPEL. Primera pantalla.
En la figura 2.1 podemos ver la pantalla de configuración del primer prototipo. Para configurarlo,
hacía falta introducir las rutas de dos ficheros: el programa original y el fichero de pruebas. Para cargar
dichos ficheros estaban los botones de la derecha. Había uno por cada fichero a cargar. Esta pantalla era
completamente estática; no contemplaba que se pudiera pedir un número distinto de ficheros, o que se
usaran con métodos distintos.
Figura 2.2: Primer prototipo de la interfaz de MuBPEL. Segunda pantalla.
En la figura 2.2 podemos ver la pantalla de análisis. En ella aparecía los operadores que estaban
disponibles para el código seleccionado en la primera pantalla. Todos los operadores aparecen en una
lista. Al pulsar sobre alguno de ellos, quedaba seleccionado. Por tanto en la misma lista teníamos los
operadores que se iban a ejecutar o los que no. Un poco más abajo estaba el desplegable para seleccionar
el tipo de mutación deseado.
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Figura 2.3: Primer prototipo de la interfaz de MuBPEL. Tercera pantalla.
En la figura 2.3 tenemos los resultados de la mutación. La matriz de ejecución salía en un cuadro de
texto, por lo que no podíamos realizar ninguna operación con ella. En la parte inferior, teníamos unas
pequeñas estadísticas, que nos daban algunos datos útiles, como el número de mutantes, y cuántos están
en cada estado. Por último, estaba el botón para comparar los ficheros, pero dicha funcionalidad nunca
llegó a implementarse en esta etapa.
2.2.3. Fase 2: Interfaz genérica
La iteración anterior tenía el problema de no soportar ningún tipo de cambios en MuBPEL. No
contemplaba que el número de métodos necesarios para configurar el núcleo pudieran variar, o que se
pudiera hacer una implementación distinta del mismo.
Para hacer la interfaz lo más independiente posible del núcleo de MuBPEL, se usó una técnica
llamada introspección [14]. Esta técnica se basa en que los programas en Java se ejecutan sobre una
máquina virtual; esto permite a nuestro programa observarse a sí mismo en tiempo de ejecución; y
modificar su comportamiento en consonancia.
MuBPEL tiene una clase interfaz que sirve para indicar qué métodos debe tener toda aquella clase
que la implemente. Actualmente sólo la implementa una clase, BPELExecutor; ésta está especializada
en mutar código BPEL. Si en un futuro queremos que MuBPEL mute programas que no estén en BPEL,
bastará con crear una nueva clase que implemente la interfaz.
Usando la introspección, podemos ver cuántas clases implementan el núcleo; cada una de ellas
estará especializada en un lenguaje en concreto. A través de nuestra interfaz, podemos seleccionar la
implementación que consideremos oportuna; a partir de ahí, veremos los métodos que necesita para
configurarse, y pediremos al usuario tantos parámetros como sean necesarios.
En esta etapa las pantallas eran muy similares a las de la etapa anterior. La única diferencia estaba
en la pantalla de configuración. Ahora aparecían de forma dinámica tantos cuadros de texto y botones
para seleccionar archivos como métodos de configuración hubiera. Para determinar qué métodos son
de configuración, se buscaba aquellos cuyo nombre empezaran por set y recibieran una cadena como
atributo.
Es en esta fase cuando se decidió introducir la internacionalización. Es una técnica que nos permite
que el idioma de la aplicación cambie dependiendo del sistema operativo en el que se ejecute. En este
caso, disponemos de dos idiomas, inglés y español. Para internacionalizar, se han creado varios ficheros
que contienen una correspondencia entre unas etiquetas y el texto que se va a mostrar. Cada fichero
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corresponde a un idioma; las etiquetas se repiten en todos ellos, pero el texto al que van asociadas
cambia.
2.2.4. Fase 3: Cambio de componentes
A medida que el desarrollo de la interfaz fue creciendo y se fue añadiendo funcionalidades, se hizo
patente la necesidad de poder desplazarnos hacia atrás en las pantallas de la interfaz. Para evitar llenar
los diálogos de botones de avance y retroceso, se optó por usar un sistema de pestañas. De esta forma
podemos ir directamente al diálogo deseado sin necesidad de pasar por los anteriores.
También se decidió que determinar qué métodos eran de configuración usando su nombre o el tipo
de parámetros que recibieran limitaba en buena medida la funcionalidad de la interfaz. Por este motivo,
se decidió añadir a los métodos de configuración de MuBPEL unas anotaciones que nos indicaran que es
un método de configuración y de qué tipo. De esta forma, ahora buscamos aquellos métodos que tienen
anotaciones, y no aquellos que cumplen un determinado formato.
Como podemos ver en la figura 2.4, la pantalla para configurar MuBPEL también sufrió cambios. Se
decidió modificar la forma en la que se cargan los ficheros; la solución dada en la iteración anterior de
poner tantos cuadros de texto y botones de carga como ficheros fueran necesarios cargar no parecía la
mejor solución, ya que el número de elementos en la pantalla crecía rápidamente; y no todos los métodos
de configuración tenían por qué tratarse de la misma manera. Para solucionar este inconveniente, se de-
cidió sustituir los cuadros de texto y los botones por una tabla. Ahora, por cada método de configuración,
aparecerá una fila en la tabla. Pulsando una vez en dicha fila, podremos introducir por teclado la ruta o
el valor que deseemos; si pulsamos dos veces, aparecerá un cuadro de diálogo con el que cargaremos la
ruta de un fichero, si procede. De esta forma tenemos un solo elemento, una tabla, en el que englobamos
todas las rutas. Permite una visualización más clara de los ficheros que configuran MuBPEL.
Figura 2.4: Versión final de la interfaz de MuBPEL. Primera pantalla.
En la figura 2.5 podemos ver como ha quedado la pantalla de análisis. Tener tanto a los mutantes
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disponibles como a los seleccionados en una misma lista resultaba confuso. Por ese motivo, se ha creado
dos cuadros de texto. En el primero están los operadores disponibles, y en el segundo los seleccionados.
Inicialmente todos los operadores están en el primer recuadro. Para seleccionar un operador, pulsaremos
sobre él y haremos click en el botón con la flecha hacia la derecha. El operador desaparecerá del primer
cuadro y aparecerá en el segundo. De esta forma se ve más rápidamente que operadores se van a ejecutar
y cuáles no. También podremos pasar todos los operadores al cuadro de seleccionados, o deshabilitarlos
todos.
Figura 2.5: Versión final de la interfaz de MuBPEL. Segunda pantalla.
La figura 2.6 muestra la pantalla de resultados. Se decidió mover las estadísticas de dicha pantalla,
y generar expresamente una nueva con esta finalidad. La matriz de resultados ya no se muestra dentro
de un simple cuadro de texto; ahora usamos una tabla, al igual que para la configuración. Esta tabla
es completamente dinámica; inicialmente está vacía, y va generando tantas filas y columnas como sea
necesario. Ahora no identificamos a los operadores con un número, como ocurría en la iteración anterior,
sino que realizamos una traducción de los datos que devuelve la mutación a datos entendibles por el
usuario; de esta manera, mostramos el nombre real del operador, así como la línea y valor en el que se
ejecutó.
La tabla tiene una funcionalidad añadida, permite ordenar los valores. La tabla inicial que obtenemos
está ordenada según fueron ejecutándose los distintos operadores; sin embargo, puede sernos útil ordenar
la tabla por un determinado campo. Esto puede servirnos para separar los mutantes que murieron en una
prueba en concreto de los que no. Para ordenar la tabla por una prueba determinada, pulsaremos en la
cabecera de la columna que contiene los datos de la prueba; la tabla se reorganizará de forma que los
valores de esa columna vayan en orden creciente.
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Figura 2.6: Versión final de la interfaz de MuBPEL. Tercera pantalla.
2.2.5. Fase 4: Creación de hilos
Las operaciones de analizado del código original para obtener los operadores que se pueden aplicar
y de mutado consumían muchos recursos. En los primeros prototipos de la interfaz, ésta se bloqueaba
mientras se analizaba o mutaba; esto impedía cancelar el proceso, por no hablar que le daba un aspecto
poco profesional.
Para solucionar estos problemas, hemos aprovechado que Java es un lenguaje en el que la concurren-
cia está muy bien diseñada y se ha creado dos hilos. El primero, al que llamaremos hilo de analizado, se
encarga de preparar el núcleo de MuBPEL, de configurarlo, y de analizar el programa original. El segun-
do hilo, al que llamamos hilo de mutado, se encarga de generar los ficheros mutados, usando para ello
los operadores seleccionados. Genera todos los ficheros posibles, es decir, para cada operador, sustituye
todos los valores que puede tomar en cada línea en la que se puede aplicar. Por último compara cada
mutante con el código original, y extrae la matriz de ejecución.
La figura 2.7 muestra un nuevo diálogo que se ha creado para monitorizar el estado del hilo. Cuenta
con una barra de progreso, que nos indica el porcentaje de la operación que lleva completado. Ade-
más, muestra un mensaje con la descripción de la etapa; por ejemplo, informa del operador que se está
analizando en cada momento, o del código mutado que está comparando. Podemos cancelar el diálogo
pulsando en el botón habilitado para ello. El proceso se cancelará lo antes posible.
Ha sido la fase más complicada, ya que la biblioteca gráfica, SWT, no estaba preparada para soportar
la concurrencia; eso dio lugar a numerosos problemas. Por otro lado, surgía el problema de monitorizar
los hilos, poder cancelarlos, no bloquear el resto de la interfaz mientras están en ejecución, etc. Por todos
estos motivos, se alargó más de lo que se hubiera podido pensar en un principio.
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Figura 2.7: Versión final de la interfaz de MuBPEL. Pantalla de progreso.
2.2.6. Fase 5: Funcionalidades adicionales
En esta fase se le han añadido las últimas funcionalidades, que si bien no son vitales para el propósito
de la aplicación, sí la hace más útil y completa.
Como vemos en la figura 2.8, se ha añadido un nuevo diálogo. Sería una versión muy evolucionada
de las pequeñas estadísticas que habíamos hecho al principio; esta vez, usamos una biblioteca gráfica
para mostrarlas en forma de diagrama de sectores; de esta forma, podemos ver de un vistazo las distintas
estadísticas.
Hay 4 estadísticas:
Gráfica global de operadores, que nos indica qué porcentaje de los mutantes generados por los
operadores seleccionados están vivos, muertos y erróneos.
Gráfica que nos muestra el número de mutantes que ha generado cada operador.
Gráfica por estado, que nos indica, del total de mutantes que se encuentran en un determinado
estado, qué porcentaje pertenece a cada operador.
Gráfica que nos indica el porcentaje de mutantes que están vivos, muertos y erróneos para un
operador determinado.
Además, tenemos la opción de exportar cada una de las gráficas mencionadas en distintos forma-
tos. Esta característica es especialmente útil si queremos usar las estadísticas que genera el programa
para incluirlas en algún estudio o documentación. Disponemos de varios formatos, como el CSV [15],
PDF [16] o SVG [17].
En la figura 2.9 vemos el otro diálogo que se le ha añadido a la interfaz. Con él podremos comparar
el programa original con alguno de los ficheros mutados. Dicha pantalla consta de dos cuadros de texto,
en los que se visualizan cada uno de los programas. Automáticamente ser resaltará en rojo el trozo de
código que ha cambiado en el programa original y en verde el trozo que es nuevo en el programa mutado.
Tenemos dos opciones para cargar los ficheros:
Cargar los ficheros con un explorador.
Seleccionar el mutante a comparar entre los generados en la mutación.
La primera opción es especialmente útil para cuando queramos comparar mutantes generados con
anterioridad, así nos ahorramos el proceso de analizado y mutado. El segundo método es más cómodo
de usar cuando el mutante que queremos comparar con el programa original lo acabamos de generar. No
tenemos que buscar el archivo con el navegador, simplemente usando los desplegables seleccionamos el
deseado. Además, esto nos permite ver de forma rápida la diferencia entre un operador y otro.
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Figura 2.8: Versión final de la interfaz de MuBPEL. Cuarta pantalla.
Figura 2.9: Versión final de la interfaz de MuBPEL. Quinta pantalla.
2.3. Distribución temporal
Como se puede ver en la figura 2.10 y 2.11, la planificación sigue una estructura similar a las fases
del desarrollo. En un primer momento se diseñó el prototipo; después se hizo genérico y se le añadió la
internacionalización en la segunda versión; en la tercera versión se le añadió los dos hilos; por último,
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se agregó las funcionalidades adicionales.
Estas fases no estaban planeadas de antemano; al final de cada una, se evaluaba si el resultado cum-
plía las características exigidas; si no las cumplía, se intentaba subsanar aquellos aspectos deficientes.
La introducción de hilos en la interfaz no estaba planeada, pero debido a que las operaciones de análi-
sis, mutación y comparación eran lentas, no quedó más remedio que usar concurrencia. También se ha
tenido que modificar el núcleo de MuBPEL para permitir ciertas operaciones de la interfaz:
Hubo que añadirles anotaciones a los métodos para distinguir aquellos que eran de configuración
de los que no. Estas anotaciones también sirven para distinguir qué tipo de operador de configu-
ración es (si necesita un archivo o no, etc).
Las anotaciones son una forma de añadir meta-datos al código fuente de Java, y que están dispo-
nibles en tiempo de ejecución. Son una alternativa al uso de archivos XML, y es otra ventaja más
del uso de la introspección.
Hubo que añadir una clase especializada en la monitorización de las operaciones de análisis y
comparación. Gracias a ella, podemos ver el progreso de los hilos.
Hubo que añadir métodos que permitieran cancelar estos procesos sin que afectara a futuras mu-
taciones. Es una operación especialmente delicada, pues debe parar la operación de analizado
o mutado, pero dejando preparado el núcleo de MuBPEL para aceptar inmediatamente nuevos
operadores para ejecutar.
También se debe aclarar que el motivo por el que el proyecto se empezó a la mitad del curso acadé-
mico era porque nunca antes había trabajado con Java ni con Eclipse, por lo que antes de todo esto, hubo
una fase de aprendizaje, en la que hubo que familiarizarse con la plataforma, el lenguaje y la biblioteca
gráfica.
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Capítulo 3
Análisis
En este capítulo realizaremos el análisis de la aplicación; en él reflexionaremos acerca de los requisi-
tos que debe cumplir nuestro sistema; a partir de los cuales desarrollaremos unos procesos destinados a
definir la estructura conceptual del sistema. Estos procesos son el modelo de casos de uso y el diagrama
conceptual.
3.1. Introducción
Durante la realización de este proyecto, se ha seguido la métrica V3; es una metodología de plani-
ficación, desarrollo y mantenimiento de sistemas de información. Está promovida por el Ministerio de
Administraciones Públicas del Gobierno de España para la sistematización de actividades del ciclo de
vida de los proyectos software en el ámbito de las administraciones públicas.
La métrica V3 abarca el desarrollo completo del Sistema de Información, independientemente de su
magnitud y complejidad; por lo que su estructura responde a desarrollos máximos, y debe adaptarse a
las dimensiones de cada proyecto en particular.
Dicha métrica está compuesta por los siguientes procesos:
Planificación de sistemas de información.
Desarrollo de sistemas de información, que a su vez se divide en cinco procesos:
• Estudio de viabilidad del sistema.
• Análisis del sistema de información.
• Diseño del sistema de información.
• Construcción del sistema de información.
• Implantación y aceptación del sistema.
Mantenimiento de sistemas de información.
La fase de planificación se divide en varias subsecciones; a pesar de no haberlas especificado explí-
citamente, están contenidas en los distintos capítulos de esta memoria. En concreto, dicha fase cuenta
con los siguientes apartados:
Análisis de necesidad y alcance del sistema: tratado en la sección 1.1.
Identificación de requisitos: disponible en la sección 1.2.
Estudio de sistemas de información actuales: visto en la sección 1.1.
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Diseño del sistema de información: realizado en las secciones 4.1 y 4.2.
Definición de la arquitectura tecnológica: tratado en la sección 5.6.
Calendario: visto en la sección 2.3.
En cuanto a la fase de mantenimiento del sistema, aún es demasiado pronto como para haberle realizado
alguna modificación; sin embargo, cuando se le añadan nuevas funcionalidades a MuBPEL, habrá que
integrarlas en esta aplicación, proceso que se espera que no sea demasiado costoso.
3.2. Requisitos del sistema
Como se ha explicado anteriormente, esta interfaz debe permitir manejar todas las opciones de MuB-
PEL, así como algunas funcionalidades adicionales, como es el caso de las estadísticas y la comparación
de ficheros. Además, debe ser todo lo genérica posible para soportar los cambios que se realicen en el
núcleo. En concreto, nuestra aplicación tiene los siguientes requisitos:
Debe permitir que se le añada al sistema nuevas implementaciones para trabajar con otros lengua-
jes de programación.
El usuario debe poder elegir qué implementación del sistema es la que desea usar.
Debe permitir cargar los ficheros y parámetros necesarios para configurar MuBPEL, independien-
temente de cuáles sean.
No debe limitarse a los operadores que existen actualmente, debe ser capaz de usar los operadores
que se vayan añadiendo.
Permitirá realizar el análisis, la mutación y la comparación del programa original.
En cualquier momento dará la oportunidad de cancelar cualquiera de estos procesos.
Mostrará los resultados del análisis en una tabla dinámica, que podrá ordenarse por el campo que
el usuario quiera.
La tabla de resultados podrá exportarse en formato CSV.
El sistema generará gráficas a partir de los resultados del sistema.
El usuario podrá exportar las gráficas en formato PDF, SVG y PNG.
El usuario podrá comparar el fichero mutado con el original; el sistema resaltará las diferencias
entre ambos.
3.3. Modelos de caso de uso
Los casos de uso [18] son una técnica de especificación de requisitos que podemos usar tanto en
desarrollos estructurados como orientados a objetos; aunque en el caso de los orientados a objetos es
particularmente útil, ya que será una referencia a lo largo de todo el ciclo de vida. En esta etapa se
identifican:
Actores.
Casos de uso.
Descripción de cada caso de uso.
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3.3.1. Diagramas de caso de uso
En la figura 3.1 tenemos el diagrama de casos de uso del proyecto. Como se puede ver, únicamente
tenemos un actor, el usuario; él tendrá completo acceso a la aplicación, y podrá usar todas sus funcio-
nes. Como cada pantalla de la interfaz realiza una función específica, coinciden con los casos de uso;
sin embargo hay ciertas funcionalidades que están relacionadas entre sí; por ejemplo la operación de
mutación depende directamente de la de analizado, sin la cual no se podría realizar. El visionado de
resultados necesita del proceso de mutación y comparación, al igual que la operación de comparación y
de estadísticas.
3.3.2. Especificación de casos de uso
En esta etapa se especificará cada caso de uso identificado en el diagrama. Para ello, de cada caso,
se dará información relativa a:
Descripción del escenario
Precondiciones y postcondiciones
Resumen
Escenario principal
Escenarios secundarios
Caso de uso: Configurar ejecutador
Descripción: Se encarga de la selección de ficheros y del análisis de los mismos.
Precondiciones: Ninguna.
Postcondiciones: MuBPEL queda configurado con los ficheros seleccionados por el usuario y se
muestran en pantalla todos los posibles operadores para el código.
Resumen: El sistema muestra la pantalla de inicio, a través de la cual, el usuario podrá configurar
MuBPEL para obtener el análisis del código deseado.
Escenario principal:
1. El usuario selecciona la implementación que desea ejecutar.
2. El sistema indica los ficheros que el usuario debe introducir.
3. El usuario introduce la ruta de los archivos por teclado.
4. El usuario pulsa en analizar.
5. El sistema analiza los ficheros, los cuales son todos correctos, y muestra la siguiente pantalla de
la interfaz, en la que aparecen los operadores disponibles para ejecutar sobre el código.
Escenario alternativo:
*.a: El usuario decide salir de la aplicación.
3.a: El usuario selecciona los ficheros usando el navegador, en vez de escribir directamente las
rutas.
3.b: El usuario decide cargar todas las rutas juntas usando un fichero de configuración.
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Figura 3.1: Diagrama de casos de uso
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1. El sistema verifica que el fichero de configuración es correcto.
2. El sistema muestra las rutas de los ficheros, extraídas del fichero de configuración.
• 1.a: El sistema comprueba que el fichero es erróneo o incompleto; en dicho caso, cargará las
rutas que sean correctas, o ninguna en el caso de que no las hubiera.
4.a El sistema verifica que alguno de los ficheros es incorrecto.
1. El sistema muestra un mensaje de error.
2. El sistema cancela el proceso de analizado y queda a la espera de que el usuario cambie el
fichero erróneo.
Caso de uso: Generar y comparar mutante
Descripción: Se encarga de la mutación y comparación del código original usando los operadores
seleccionados.
Precondiciones: Se ha configurado el ejecutador (ver caso de uso anterior).
Postcondiciones: Se obtienen los ficheros mutados y se realizan las comparaciones con el programa
original.
Resumen: El usuario indicará qué operadores desea ejecutar; el sistema los aplica sobre el programa
original, produciendo los mutantes; posteriormente, se procederá a la comparación del código mutado
con el original.
Escenario principal:
1. El usuario escoge uno o varios operadores de la lista.
2. El usuario escoge el tipo de mutación que desea realizar.
3. El usuario pulsa en el botón de mutar y comparar.
4. El sistema genera los mutantes correspondientes a dicho operador, y lleva al usuario a la siguiente
pantalla de la interfaz, o bien podrá ir a la pantalla de comparación de código o a la de estadísticas.
Escenario alternativo:
*.a: El usuario decide cerrar la aplicación.
1.a: El usuario pulsa el botón para añadir todos los operadores.
4.a: El usuario cancela el proceso de mutación y comparación.
Caso de uso: Visualizar resultados
Descripción: Se muestran los resultados de la mutación y comparación en una tabla.
Precondiciones: Se ha realizado la mutación y comparación de al menos un operador.
Postcondiciones: Ninguna.
Resumen: El usuario puede ver los resultados de los operadores que ha decidido ejecutar. Aparecen
en forma de tabla. Dicha tabla se puede ordenar por la columna que se desee, así como exportarla en
formato CSV.
Escenario principal:
1. El usuario desea ver los resultados de la mutación/comparación.
2. El usuario pulsa en la pestaña “Resultados”.
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3. El sistema muestra la pantalla de resultados.
4. El usuario pulsa encima de una columna.
5. El sistema reordena la tabla tomando como criterio de ordenación dicha columna.
Escenario alternativo:
*.a: El usuario decide cerrar la aplicación.
4-5.a: El usuario pulsa el botón de exportar.
1. El sistema muestra un diálogo para guardar el archivo en formato csv.
2. El usuario introduce el directorio y el nombre del archivo.
3. El sistema genera un fichero csv con los datos de la tabla.
Caso de uso: Comparar código
Descripción: Se realizan comparaciones entre ficheros de código.
Precondiciones: Ninguna.
Postcondiciones: Ninguna.
Resumen: El usuario puede visionar dos ficheros, normalmente será el código original y el mutado.
La interfaz se encargará de señalar con colores las partes de ambos ficheros que han sufrido cambios.
Escenario principal:
1. El usuario desea realizar la comparación entre dos archivos.
2. El usuario pulsa en la pestaña “Diferencias”.
3. El sistema muestra la pantalla para comparar ficheros.
4. El usuario escoge comparar ficheros seleccionando la ruta.
5. El usuario selecciona el fichero de código original.
6. El sistema carga dicho código en un cuadro de texto preparado para ello.
7. El usuario selecciona el fichero de código mutado.
8. El sistema carga el código mutado en un segundo cuadro de texto.
9. El sistema señala con colores la parte de ambos textos que han sufrido modificaciones.
Escenario alternativo:
*.a: El usuario decide salir de la aplicación.
7-8.a: El usuario decide comparar los ficheros generados en una mutación anterior.
1. El usuario selecciona el operador que desea comparar, sólo están disponibles los operadores
que se ejecutaron en la mutación.
2. El sistema carga las líneas y valores con las que se ejecutó el operador.
3. El usuario selecciona la línea y el valor para el operador que seleccionó previamente.
4. El sistema carga el código correspondiente a dicho operador-línea-valor.
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Caso de uso: Visualizar estadística general
Descripción: Se muestra la estadística en la que se indica el porcentaje de mutantes que están vivos,
muertos y erróneos.
Precondiciones: Se ha realizado previamente una mutación.
Postcondiciones: Ninguna.
Resumen: El usuario puede exportar la gráfica en varios formatos, como PDF, PNG y SVG.
Puntos de extensión: Ninguno.
Escenario principal:
1. El usuario desea ver las gráficas generadas a partir de los resultados de la mutación/comparación.
2. El usuario pulsa en la pestaña “Estadísticas”.
3. El sistema muestra la pantalla de estadísticas.
4. El usuario pulsa en el botón de exportar.
5. El sistema muestra el diálogo para guardar el archivo.
6. El usuario selecciona la extensión que tendrá el archivo, su ubicación y su nombre.
7. El sistema genera el archivo en el formato deseado.
Escenario alternativo:
*.a: El usuario desea salir de la aplicación
Caso de uso: Visualizar estadística de mutantes
Descripción: Se muestra la estadística en la que se indica el número de mutantes que ha generado
cada operador.
Precondiciones: Se ha realizado previamente una mutación.
Postcondiciones: Ninguna.
Resumen: El usuario puede exportar la gráfica en varios formatos, como PDF, PNG y SVG.
Escenario principal:
1. El usuario desea ver las gráficas generadas a partir de los resultados de la mutación/comparación.
2. El usuario pulsa en la pestaña “Estadísticas”.
3. El sistema muestra la pantalla de estadísticas.
4. El usuario pulsa en el botón de exportar.
5. El sistema muestra el diálogo para guardar el archivo.
6. El usuario selecciona la extensión que tendrá el archivo, su ubicación y su nombre.
7. El sistema genera el archivo en el formato deseado.
Escenario alternativo:
*.a: El usuario desea salir de la aplicación
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Caso de uso: Generar estadística por estado
Descripción: Tras seleccionar un estado determinado, se muestran el porcentaje de mutantes de cada
operador que están en él.
Precondiciones: Se ha realizado previamente una mutación.
Postcondiciones: Ninguna.
Resumen: El usuario puede crear una gráfica con cada estado, y exportarla en varios formatos, como
PDF, PNG y SVG.
Puntos de extensión: Ninguno.
Escenario principal:
1. El usuario desea ver las gráficas generadas a partir de los resultados de la mutación/comparación.
2. El usuario pulsa en la pestaña “Estadísticas”.
3. El sistema muestra la pantalla de estadísticas.
4. El usuario selecciona el estado del que quiere conocer el porcentaje de mutantes de cada operador
que están en él.
5. El sistema genera la estadística.
Escenario alternativo:
*.a: El usuario desea salir de la aplicación
4.a: El usuario pulsa en el botón de exportar.
1. El sistema muestra el diálogo para guardar el archivo.
2. El usuario selecciona la extensión que tendrá el archivo, su ubicación y su nombre.
3. El sistema genera el archivo en el formato deseado.
Caso de uso: Generar estadística por operador
Descripción: Tras seleccionar un operador determinado, se muestran el porcentaje de mutantes ge-
nerado por dicho operador que están vivos, muertos o son erróneos.
Precondiciones: Se ha realizado previamente una mutación.
Postcondiciones: Ninguna.
Resumen: El usuario puede crear una gráfica con cada operador, y exportarla en varios formatos,
como PDF, PNG y SVG.
Escenario principal:
1. El usuario desea ver las gráficas generadas a partir de los resultados de la mutación/comparación.
2. El usuario pulsa en la pestaña “Estadísticas”.
3. El sistema muestra la pantalla de estadísticas.
4. El usuario selecciona el operador sobre el que se creará la estadística.
5. El sistema genera la estadística.
Escenario alternativo:
*.a: El usuario desea salir de la aplicación
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Figura 3.2: Modelo conceptual de datos
4.a: El usuario pulsa en el botón de exportar para una determinada gráfica.
1. El sistema muestra el diálogo para guardar el archivo.
2. El usuario selecciona la extensión que tendrá el archivo, su ubicación y su nombre.
3. El sistema genera el archivo en el formato deseado.
3.4. Modelo conceptual de datos
En la figura 3.2 tenemos el modelo conceptual de nuestro sistema. El programa original tiene un
conjunto de lugares donde se pueden aplicar alguno de los operadores; a estos lugares se les llama
localizaciones. A partir del programa original obtenemos los operadores que son aplicables en cada una
de las localizaciones. Podemos aplicar un operador en una localización determinada del programa; con
dicha localización generamos el mutante. Los ficheros mutados los podemos comparar con el código
original, obteniendo las diferencias. También podemos ejecutar el conjunto de casos de pruebas sobre
los mutantes, produciendo la matriz de ejecución. Esta matriz tendrá tantas filas como mutantes se hayan
producido, y tantas columnas como pruebas haya en el conjunto. En cada posición de la matriz puede
haber un 0, un 1 ó un 2 dependiendo de si dicho mutante (fila) al pasarle un determinado caso de prueba
(columna) ha dado el mismo resultado que el programa original en ese caso de prueba (0), un resultado
distinto (1) o la ejecución ha sido errónea (2). A partir de esta matriz, podemos generar estadísticas.

Capítulo 4
Diseño
En capítulos anteriores, hemos contado qué hacen MuBPEL y GAmera; así como las fases por las
que deben pasar para realizar un análisis de mutaciones. Sin embargo, no se ha explicado cómo se
llevan a cabo realmente estas operaciones. En este capítulo se mostrarán los módulos que componen
ambas herramientas, y cómo interaccionan entre ellos para poder analizar el código, generar y comparar
los mutantes producidos. Además se explicará qué modelo se ha seguido para desarrollar esta interfaz
gráfica para, en capítulos posteriores, pasar a detalles de implementación.
4.1. Descripción de la arquitectura de MuBPEL
Tal como dijimos en secciones anteriores, para realizar un análisis de mutaciones, es necesario una
fase de análisis en la que se determinan qué operadores de mutación se pueden aplicar a un determinado
código, en qué localizaciones y con qué atributos; otra fase en la que se aplican los operadores al código,
produciendo los mutantes; y una última fase en la que se ejecutan las pruebas sobre los mutantes y
se comparan los resultados. Todas estas fases, explicadas a un nivel conceptual, tienen su reflejo en la
estructura de MuBPEL. En esta sección mostraremos los distintos módulos que realizan dichas labores.
En la figura 4.1 tenemos la arquitectura de MuBPEL; como se puede ver, está compuesta por tres
módulos: el analizador, el generador de mutantes y el sistema de ejecución. Cada uno de ellos está
especializado en cada una de las 3 fases del proceso. Explicaremos con más detalle cada una de ellas.
4.1.1. Analizador
El analizador se encarga de la fase de análisis. Como salida, nos proporciona la lista de operadores[19]
que se pueden aplicar al código BPEL original que recibe como entrada. Para cada operador, nos indica
en cuántas líneas se puede aplicar.
Un ejemplo de salida podría ser:
ERR 2
ECN 1
ASF 2
AIE 2
ASI 2
XRF 1
Esto nos indica que para el primer operador, que se encarga de cambiar un operador lógico por otro,
lo podemos aplicar en 2 instrucciones; el segundo operador se puede aplicar en 1 instrucción, etc.
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Figura 4.1: Arquitectura de MuBPEL
Operador Instrucción Atributo
Figura 4.2: Representación de un mutante
4.1.2. Generador de mutantes
Dentro del generador de mutantes, representamos cada mutante con 3 campos (figura 4.2): uno para
identificar al operador, otro para referenciar la instrucción sobre la que será aplicado y un tercero que
contiene información para realizar el cambio.
El campo operador codifica a los mutantes con un valor entero, actualmente del 1 al 26; pero cuando
aumente el número de mutantes, el rango también lo hará; el campo instrucción representa el número de
instrucción del programa original donde se aplicará el operador y el campo atributo representa el nuevo
valor que tomará el elemento de la instrucción al ser modificado por el operador de mutación (el campo
operador). El rango de valores posibles depende del operador de mutación.
4.1.3. Sistema de ejecución
Como podemos ver en la figura 4.3, el sistema recibe como entrada una especificación en formato
XML del caso de prueba, y la definición del proceso WS-BPEL.
En una primera etapa, el programa WS-BPEL se prepara para implementarlo en ActiveBPEL 4.1,
un motor libre de WS-BPEL para ejecutarlo. De esta operación se encarga el empaquetador, en la etapa
de empaquetado. La definición del proceso no ha cambiado: simplemente lo analizamos y producimos
los ficheros necesarios, que serán empaquetados en un fichero que se enviará posteriormente a la etapa
de ejecución en ActiveBPEL.
La segunda etapa es la fase de ejecución. Con los ficheros generados en la fase anterior, el mutante es
ejecutado, invocando uno por uno a los casos de prueba. Esta tarea se realiza en MuBPEL por BPELU-
nit [20]; para ello recibe un fichero .bpr con todos los ficheros necesarios, entre los que están: el BPTS
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Figura 4.3: Sistema de ejecución MuBPEL
que contiene el conjunto de caso de prueba, los mockups (servidor sustituto de un servicio real en una
simulación) y el comportamiento del cliente simulado.
A continuación, BPELUnit indicará a ActiveBPEL que despliegue el proceso (poner en funciona-
miento el servicio web). Una vez que el proceso está listo, BPELUnit se conectará al mismo actuando
como cliente y ejecutando la operación indicada en el caso de prueba en el puerto correspondiente. Si
el proceso realiza una llamada a un servicio externo, BPELUnit recibirá la petición y responderá en
función a lo especificado en el BPTS. Este proceso se repite por cada caso de prueba.
Finalmente, en la etapa de comparación, se compara la salida de cada mutante para todos los casos
de prueba con la salida del programa original para decidir qué mutante sigue vivo y cuál ha muerto. El
operador de comparación compara de forma estricta uno a uno entre los mensajes de respuesta. Con esas
comparaciones produce una matriz de ejecución.
4.2. Arquitectura de GAmera 2.0
GAmera 2.0 es otra herramienta desarrollada por el grupo UCASE y que, en un futuro, nuestra
interfaz también la controlará. Es bastante similar a MuBPEL, y tiene una funcionalidad parecida; sin
embargo cuenta con una característica que la hace completamente distinta: tiene un algoritmo genético
que se encarga de la generación de mutantes. Mientras que en MuBPEL nos limitábamos a obtener todos
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Figura 4.4: Arquitectura de GAmera 2.0
los mutantes posibles al aplicarle al programa original los operadores de mutación, GAmera 2.0 aplica
la técnica de mutación evolutiva que permite generar un subconjunto de los mutantes totales mediante
la aplicación de un algoritmo genético.
Como podemos ver en la figura 4.4, la arquitectura es bastante similar, salvo que el generador de
mutantes está compuesto por un algoritmo genético y un conversor. El algoritmo genético se apoya en
los resultados obtenidos en una generación para crear nuevos mutantes a partir de ellos; por ese motivo
en el esquema hay una retroalimentación; usa resultados anteriores para las nuevas pruebas. El conversor
se encarga de crear los programas mutados a partir de los resultados del algoritmo genético.
Además, GAmera 2.0 ha sufrido una reestructuración completa; pasando de un sistema monolítico
y en C++ a un diseño basado en prototipos y en Java. Los motivos de este cambio radical son que el
diseño monolítico impedía cambiar cómodamente una parte del algoritmo por otra; además, el formato
de configuración estaba atado al diseño; la aritmética de precisión limitada podría dar problemas; y el
lenguaje C++ y Make no se integraban bien con el resto del proyecto.
Por todo esto se decidió pasar el código a Java y usar Maven como sistema de compilación, inte-
grando pruebas, informes, creación de uber-jars, etc. También se usó la biblioteca de precisión arbitraria
de este lenguaje y un formato YAML para la configuración. Aprovechando la conversión del código a
Java, se decidió adoptar una arqutectura basada en componentes, con interfaces previamente definidas.
Como se puede ver en la figura 4.5, todo el proyecto ha sido dividido en distintos bloques, cada
uno de los cuales tienen una tarea específica. Estos bloques son interfaces, que establecen una serie de
criterios que deberán cumplir las clases que las implementen. De esta forma, se pueden tener distintas
implementaciones para un mismo módulo (cosa que será muy útil y que este proyecto recoge como
posible ampliación), o cambiar un módulo entero por otro sin que afecte al resto del proyecto. En con-
creto, hay debemos prestarle especial antención a la interfaz «GAExecutor» ya que es la que contiene los
prototipos para configurar, analizar y mutar los programas. Es esta interfaz la base de nuestro proyecto:
utilizamos su implementación «BPELExecutor», que envuelve a la herramienta MuBPEL; en un futuro
se le podrán añadir otras clases que extiendan la funcionalidad hacia otros lenguajes de programación;
este proyecto conoce esta posibilidad y está preparado para soportar la ampliación.
Precisamente por esta capacidad de nuestra interfaz de adaptarse a esos futuros cambios, surgió la
necesidad de modificar ligeramente las interfaces de la figura 4.5. Debido a que debemos invocar a
las cláses y métodos de forma genérica (ya que debe funcionar para cualqier clase que implemente las
interfaces, y no sólo para las que existen actualmente), nos aparece la necesidad de distinguir de alguna
forma qué métodos son los que debemos invocar para configurar adecuadamente la aplicación y cuáles
no. Para ello, se le añadieron anotaciones a dichos métodos; con ellas los dotamos de información
adicional que nuestra aplicación puede leer y determinar qué tipo de funcionalidad realizan y cómo
deben ser invocados.
4.3. Diseño de alto nivel
El proyecto se ha desarrollado siguiendo el patrón “Modelo Vista Controlador” (MVC). Es un
patrón de arquitectura de software que separa los datos de una aplicación, la interfaz de usuario y la
lógica de control en tres componentes distintos. Es un patrón que se suele usar en aplicaciones web.
En el patrón podemos distinguir:
Modelo: Es la representación de la información con la que opera el sistema. El modelo se limita a
lo relativo de la vista y su controlador facilitando las presentaciones visuales complejas. El sistema
también opera con datos no relativos a la presentación.
Vista: Presenta el modelo en un formato adecuado para interactuar, usualmente interfaz de usuario.
Controlador: Responde a eventos, usualmente acciones del usuario, e invoca peticiones al modelo
y a la vista.
El problema es que es algo difícil tener una separación limpia entre estos conceptos cuando estamos
tratando con interfaces gráficas. De hecho, la mayoría de las bibliotecas juntan vista y control, o incluso
las tres.
En el caso de la biblioteca SWT, algunos datos se guardan dentro del mismo elemento gráfico. Por
ejemplo, la cadena de un campo de texto se guarda dentro del objeto campo de texto, en lugar de tener
un objeto cadena con dicha información. Esto hace que el modelo esté repartido entre los atributos de
nuestras clases y el estado interno de los elementos gráficos. Por tanto, el modelo está distribuido entre
las clases de la aplicación y sus elementos gráficos. En nuestra aplicación, por ejemplo, los resultados
del análisis del programa original se muestran dentro de cuadros de texto habilitados para ello, por
lo que en ese caso la información del sistema está almacenada dentro del componente, y no en un
atributo especialmente creado para ello. Eso no es impedimento para que otros elementos que no se
pueden guardar dentro de componentes (como es el caso del núcleo de MuBPEL al que llamamos para
realizar las operaciones de analizado, mutado y comparación) se almacenen tal y como el modelo MVC
recomienda: como atributos dentro de las clases.
De la vista se encargan las clases de la biblioteca SWT, que contienen los componenetes necesarios
para presentar la interfaz al usuario. En nuestra aplicación, los componentes SWT de cada pantalla se
declaran dentro del método “createContents()”. En él se declaran y se les da una serie de parámetros ne-
cesarios para su correcta visualización, como son la posición, tamaño, valores que puede tomar, estado,
etc.
El control de la aplicación también está repartido: de los eventos de más bajo nivel, como el click
en los elementos o la escritura por teclado se encargan los controladores de SWT; de los eventos más
complejos, como qué hacer cuando se hace click en determinado botón, se encargan clases internas de
la aplicación especilamente creadas con este fin; los llamados manejadores de eventos. En este caso, se
consigue una dependencia entre el control y el modelo-vista.
En la figura 4.6 tenemos una pequeña representación del modelo que hemos descrito anteriormente
orientado a SWT.
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Figura 4.6: Representación del MVC para SWT
48 CAPÍTULO 4. DISEÑO
Capítulo 5
Implementación y pruebas
En este capítulo trataremos todos los aspectos relacionados con la implementación; se contarán
algunos de los problemas y decisiones que hubo que tomar durante la realización del código; también
se mostrará la estructura del mismo, incluyendo para ello diagramas de clases y de secuencia, con sus
correspondientes explicaciones.
5.1. Estudio y valoración de alternativas de solución
En un principio se consideró desarrollar el proyecto en Python, ya que se estaba desarrollando otra
interfaz en este lenguaje para otra aplicación en la que trabaja el grupo; sin embargo, finalmente se optó
por el lenguaje de programación Java.
La elección de Java se debe a que tanto MuBPEL como GAmera ya estaban implementados en dicho
lenguaje; además, ya se tenía un sistema de integración contínua con Maven, el repositorio Nexus de
artefactos Maven y el gestor de calidad del código Sonar. El motivo del uso de la biblioteca gráfica SWT
es que se quería pasar el proyecto a Eclipse, y SWT es la biblioteca usada por este entorno. Recientemen-
te, Google adquirió la empresa Instantiations, que se encargaba de desarrollar plugins de Eclipse para
facilitar la creación de interfaces de usuario en Java, tanto en Swing para aplicaciones Desktop, como
en GWT para aplicaciones web. Google lanzó esta suite de plugins de forma completamente gratuita,
lo que es una gran contribución para el mundo de Java. Entre los productos liberados, el que más nos
interesa es WindowBuilder Pro [21], que es una herramienta especialmente diseñada para el desarrollo
de interfaces de usuario con Swing, SWT, GWT, RCP y XWT. Es con esta herramienta con la que se
decidió desarrollar el proyecto.
El hecho de que Java se ejecute sobre una máquina virtual nos permite hacer un código mucho más
genérico (como se explicó anteriormente); esto es de vital importancia para que la interfaz pueda aceptar
nuevas implementaciones de MuBPEL en las que se mute otros lenguajes de programación.
Además, con Java tenemos multitud de herramientas para realizar pruebas unitarias; la más conocida
es JUnit, pero existen herramientas especialmente diseñadas para realizar las pruebas sobre interfaces.
El uso de la introspección como sistema para hacer una aplicación genérica estaba bastante claro
desde que se decidió emplear el lenguaje Java. En un principio se decidió usar filtrando los métodos de
configuración por nombre, pero más adelante se le añadieron anotaciones, por lo que se pudo emplear
la capacidad de la introspección de leer los meta-datos que se incluyan en el código, haciéndolo mucho
más independiente de la implementación, y permitiendo la distinción de distintos tipos de métodos de
configuración (para cargar archivos o para cargar datos normales).
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5.2. Diagrama de clases
En él se describen las estructuras de datos de un sistema y las relaciones estáticas que existen entre
ellas.
Se ha seguido la técnica del diagrama de clases [22]. Un diagrama de clases es un tipo de diagrama
estático que describe la estructura de un sistema mostrando sus clases, atributos y las relaciones entre
ellos. Estos diagramas se usan en el proceso de análisis y diseño de los sistemas, donde se crea el diseño
conceptual de la información que se manejará, y los componentes que se encargan del funcionamiento
y relación entre uno y otro.
A diferencia del modelo conceptual, este diagrama no muestra gráficamente conceptos del mundo
real; describe únicamente los componentes del software.
En la figura 5.1 vemos la primera parte de nuestro diagrama de clases. Tenemos una clase principal,
llamada “MainDialog”, cuya función es la de crear todas las pantallas de la interfaz; para ello llama a
las clases : “ConfigureTab”, ”AnalyzeTab”, “StatisticTab”, “ResultsTab” y “DifferencesTab”. Cada una
de estas clases controla una de las pestañas de la aplicación, y les proporciona funcionalidad:
ConfigureTab: Se encarga de generar la primera pantalla de la aplicación, con la que selecciona-
mos la implementación y los ficheros con los que realizaremos el análisis.
AnalyzeTab: Es la encargada de controlar la pantalla en la que se muestran los resultados del
análisis devueltos por “ConfigureTab”, por este motivo está asociada con esta última clase.
DifferencesTab: Se encarga de comparar dos ficheros distintos, usualmente el del programa origi-
nal con el de alguno de los mutantes que se ha generado. Resalta las diferencias entre ambos con
colores.
ResultsTab: Se encarga de mostrar los resultados de la operación de mutación y comparación de
forma adecuada, así como de su exportación en formato CSV.
StatisticTab: Se encarga de generar gráficas a partir de los resultados obtenidos de la mutación y
la comparación, así como de su exportación en distintos formatos.
En la figura 5.2 tenemos la segunda parte del diagrama de clases. En él podemos ver las clases
auxiliares usadas para los procesos de analizado y mutación, y cómo se relacionan con las clases ante-
riormente expuestas.
ConfigureTab crea una instancia de “AnalyzeTask” para realizar el análisis, y está asociada con
“AnalyzeTab” para actualizar los resultados de dicha operación. Para poder elegir entre todas las
implementaciones posibles y usar los métodos de configuración apropiados, está relacionada con
la clase “GAExecutor”.
AnalyzeTask: Está pensada para usarse como un hilo, y realiza la operación de preparación de
MuBPEL y de analizar el programa principal para obtener los operadores de mutación aplicables
en él. La clase “ConfigureTab” se encarga de pasarle los parámetros apropiados para que realice
su trabajo, y le devuelve los resultados del análisis.
AnalyzeTab: Se encarga de crear una instancia de “MutateTask” para realizar la mutación y com-
paración del programa. Está asociada con las clases “DifferencesTab”, “ResultsTab” y “Statistics-
Tab” para actualizar en ellas los resultados de la mutación.
MutateTask: Está pensada para usarse como un hilo, y realiza la operación de mutación del pro-
grama original y comparación de los mutantes generados. Sus resultados son devueltos a la clase
“AnalyzeTab”.
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Figura 5.1: Diagrama de clases: división en pestañas de la interfaz.
ConfigureTab
AnalyzeTab
ResultsTab StatisticsTabDifferencesTab
AnalyzeTask
MutateTask
originalProgram
mutateProgram
results globalStatisticoperatorStatistic
mutantStatistic
stateStatistic
availableOperators
selectedOperators
table
methodList
extensionList
Figura 5.2: Diagrama de clases: colaboraciones entre pestañas y tareas en segundo plano.
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Figura 5.3: Diagrama de clases: monitorización de progreso.
En la figura 5.3 tenemos la tercera y última del diagrama de clases, en él vemos las clases usadas
para monitorizar los procesos mostrados anteriormente, y cómo se relacionan con el resto de clases.
AnalyzeTask: Se encarga de crear una instancia de “ProgressDialog” para mostrar el estado del
proceso y de “ErrorDialog” en el caso de que la operación haya fallado. También hace uso de la
clase “ProgressMonitor” para medir el estado del proceso.
MutateTask: Crea una instancia de la clase “ProgressDialog” para mostrar el estado del proceso
y de la clase “ErrorDialog” en el caso de que la operación haya fallado. También hace uso de
“ProgressMonitor” para medir el estado del proceso.
ProgressDialog: Se encarga de crear un diálogo modal que contiene una barra de progreso y un
mensaje que informa de la fase en la que se encuentra el proceso. También permite cancelar la
operación.
ErrorDialog: Se encarga de crear un diálogo modal con un mensaje que informa del motivo por el
que la operación ha fallado.
ProgressMonitor: Es una clase a la que MuBPEL va llamando a medida que va completando
operaciones; se usa para actualizar el progreso de “ProgressDialog”.
5.3. Modelo de comportamiento del sistema
El modelo de comportamiento nos permite obtener la especificación del comportamiento, y se com-
pone de dos fases: los diagramas de secuencia del sistema y los contratos para las operaciones del
sistema.
Los diagramas de secuencia muestran la secuencia de eventos entre los actores y el sistema. Nos
permiten identificar las operaciones del sistema.
Partiendo de los casos de uso, se identifican los eventos y operaciones.
Los contratos para las operaciones describen el efecto de las operaciones del sistema.
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:Cliente :Sistema
SeleccionarImplementación(imp)
* CargaFicheros(ruta)
Analizar()
Figura 5.4: Caso de uso: Configurar ejecutador
Caso de uso: Configurar ejecutador
Contrato de las operaciones
Operación: SelecciónImplementación(impl)
Responsabilidades: Crea una instancia de la implementación seleccionada; consulta su lista de méto-
dos y se queda con los métodos de configuración. Añadirá en una tabla una línea por cada método de
configuración encontrado.
Precondiciones: Ninguna.
Postcondiciones: Crea la instancia de la implementación.
Salida del sistema: Nombre de los métodos de configuración.
Operación: CargaFichero(ruta)
Responsabilidades: Se encarga de introducir la ruta completa del fichero seleccionado dentro de la
tabla, en su correspondiente fila. Este fichero se le pasará al método de configuración asociado a dicha
fila.
Precondiciones: Se ha seleccionado una implementación.
Postcondiciones: Introduce la ruta del fichero en la tabla.
Salida del sistema: Ruta del fichero.
Operación: Analizar()
Responsabilidades: Configura MuBPEL con los ficheros previamente seleccionados. Después analiza
el código original, para averiguar qué operadores son aplicables. Muestra dichos operadores en una lista
creada para ello y sitúa la interfaz en la siguiente pantalla.
Precondiciones: Se ha seleccionado una implementación y se han cargado todos los ficheros.
Postcondiciones: Muestra los operadores aplicables al código seleccionado.
Salida del sistema: Operadores disponibles.
Caso de uso: Generar y comparar mutante
Contrato de las operaciones
Operación: SelecciónOperadores(op)
Responsabilidades: Selecciona un operador disponible para su posterior ejecución y comparación.
Precondiciones: Haber realizado previamente un análisis.
Postcondiciones: El operador pasa de estar en una lista con los demás operadores disponibles a una
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:Cliente :Sistema
* SelecciónOperadores(op)
MutarComparar()
Figura 5.5: Caso de uso: Generar y comparar mutante
:Cliente :Sistema
* OrdenarColumna(col)
Exportar(ruta)
Figura 5.6: Caso de uso: Visualizar resultados
segunda lista de operadores seleccionados.
Salida del sistema: Ninguna.
Operación: MutarComparar()
Responsabilidades: Se encarga de ejecutar los operadores seleccionados, y de compararlos con el có-
digo original. Como resultado de esta comparación, se obtiene la matriz de ejecución, las estadísticas, y
los ficheros que se podrán comparar.
Precondiciones: Haber seleccionado al menos un operador.
Postcondiciones: Muta los operadores.
Salida del sistema: Genera la matriz de ejecución, las gráficas y las comparativas.
Caso de uso: Visualizar resultados
Contrato de las operaciones
Operación: OrdenarColumna(col)
Responsabilidades: Se encarga de reordenar la matriz de ejecución de forma que la columna indicada
esté ordenada de menor a mayor.
Precondiciones: Haber realizado previamente una mutación y comparación.
Postcondiciones: Reordena la matriz de ejecución por una columna.
Salida del sistema: Matriz reorganizada.
Operación: Exportar(ruta)
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:Cliente :Sistema
ImportarCodigo(ruta)
ImportarMutante(ruta)
SeleccionarMutante(op)
SeleccionarLinea(lin)
SeleccionarValor(val)
Figura 5.7: Caso de uso: Comparar código
Responsabilidades: Se encarga de crear un fichero de extensión csv con el contenido de la matriz de
ejecución en la ruta que se le ha indicado.
Precondiciones: Haber realizado previamente una mutación y comparación.
Postcondiciones: Ninguna.
Salida del sistema: Fichero CSV con el contenido de la tabla.
Caso de uso: Comparar código
Contrato de las operaciones
Operación: ImportarCódigo
Responsabilidades: Se encarga de cargar el código del fichero indicado por la ruta en un cuadro de
texto y, en el caso de que ya haya algún otro código seleccionado como mutante, lo compara con él.
Precondiciones: Ninguna.
Postcondiciones: Carga el código seleccionado y muestra en colores las diferencias con el código del
mutante.
Salida del sistema: Ninguna.
Operación: ImportarMutante
Responsabilidades: Se encarga de cargar el código del fichero indicado por la ruta en un cuadro de
texto y, en el caso de que ya haya algún otro código seleccionado como original, lo compara con él.
Precondiciones: Ninguna.
Postcondiciones: Carga el código seleccionado y muestra en colores las diferencias con el código del
programa original.
Salida del sistema: Ninguna.
Operación: SeleccionarMutante
Responsabilidades: Al indicar el operador que se desea comparar, se actualiza el resto de desplegables.
Precondiciones: Se ha realizado previamente una mutación.
Postcondiciones: Actualiza los desplegables que contienen las líneas y los valores posibles.
Salida del sistema: Ninguna.
Operación: SeleccionarLinea
Responsabilidades: Carga el código correspondiente a un operador, línea y valor determinado.
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:Cliente :Sistema
Exportar(ruta)
Figura 5.8: Caso de uso: Visualizar estadística general y Visualizar estadística de mutantes
Precondiciones: Se ha seleccionado un operador.
Postcondiciones: Si ya se ha seleccionado un valor, carga el código seleccionado y lo compara con el
otro código (si está disponible).
Salida del sistema: Ninguna.
Operación: SeleccionarValor
Responsabilidades: Carga el código correspondiente a un operador, línea y valor determinado.
Precondiciones: Se ha seleccionado un operador.
Postcondiciones: Si ya se ha seleccionado una línea, carga el código seleccionado y lo compara con el
otro código (si está disponible).
Salida del sistema: Ninguna.
Caso de uso: Visualizar estadística general y Visualizar estadística de mutantes
Contrato de las operaciones
Operación: Exportar
Responsabilidades: Crea un fichero con el contenido de la gráfica.
Precondiciones: La gráfica tiene algún contenido.
Postcondiciones: Ninguna.
Salida del sistema: Se crea un fichero en el directorio indicado que contiene la gráfica.
Caso de uso: Visualizar estadística por operador
Contrato de las operaciones
Operación: Exportar
Responsabilidades: Crea un fichero con el contenido de la gráfica.
Precondiciones: La gráfica tiene algún contenido.
Postcondiciones: Ninguna.
Salida del sistema: Se crea un fichero en el directorio indicado que contiene la gráfica.
Operación: Seleccionar operador
Responsabilidades: Carga la gráfica correspondiente al operador indicado.
Precondiciones: Se ha realizado previamente una mutación.
Postcondiciones: Crea una nueva gráfica en la que se representa el porcentaje de mutantes del operador
seleccionado que están vivos, muertos, y erróneos.
Salida del sistema: Gráfica con la estadística.
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:Cliente :Sistema
Exportar(ruta)
SeleccionarOperador(op)
Figura 5.9: Caso de uso: Visualizar estadística por operador
:Cliente :Sistema
Exportar(ruta)
SeleccionarEstado(estado)
Figura 5.10: Caso de uso: Visualizar estadística por estado
Caso de uso: Visualizar estadística por estado
Contrato de las operaciones
Operación: Exportar
Responsabilidades: Crea un fichero con el contenido de la gráfica.
Precondiciones: La gráfica tiene algún contenido.
Postcondiciones: Ninguna.
Salida del sistema: Se crea un fichero en el directorio indicado que contiene la gráfica.
Operación: Seleccionar estado
Responsabilidades: Carga la gráfica correspondiente al estado indicado.
Precondiciones: Se ha realizado previamente una mutación.
Postcondiciones: Crea una nueva gráfica en la que se representan el porcentaje de operadores que están
en un determinado estado (vivo, muerto o erróneo).
Salida del sistema: Gráfica con la estadística.
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:MainDialog
C : ConfigureTab
A : AnalyzeTab
R : ResultsTab
S : StatisticsTab
D :DifferencesTabcrDiff()
crRes()
crStat()
crAnaly(R,S,D)
crConfig(A)
Figura 5.11: Diagrama de interacción: Generación de la interfaz
5.4. Diagramas de interacción
5.4.1. Diagrama de interacción: Generación de la interfaz
Como se puede ver en la figura 5.11, las funciones de la clase “MainDialog” están destinadas a crear
la interfaz; para ello crea instancias de las clases que generan las distintas ventanas: “DifferencesTab”,
“ResultsTab”, “StatisticsTab”, “AnalyzeTab” y “ConfigureTab”.
5.4.2. Diagrama de interacción. Caso de uso: Configurar ejecutador
En el diagrama de la figura 5.12, configuramos MuBPEL para analizar un programa original, y
obtener los mutantes que se le pueden aplicar. Para ello, debemos realizar 3 pasos: seleccionar una de
las implementaciones del núcleo de la aplicación, introducir todos los datos necesarios y analizar el
programa original.
Seleccionar una implementación: Cuando seleccionamos una implementación, cosa que hacemos
con el método “SeleccionarImplementación(imp)”, creamos una instancia de él, y consultamos
cuáles de sus métodos son de configuración. Actualizaremos nuestra interfaz, pidiendo al usuario
que introduzca tantos parámetros como métodos de configuración haya.
Introducir parámetros: Para configurar la aplicación, es necesario introducir unos parámetros;
usualmente son una serie de ficheros, pero no se descarta que pueda ser un parámetro de otro
tipo. De esta tarea se encarga el método “CargarFichero(ruta)”; con la que vamos introduciendo
en la interfaz los distintos datos.
Analizar el programa: Esta operación, que la realiza el método “Analizar()” se encarga de confi-
gurar el núcleo de MuBPEL con todos los ficheros y parámetro que hayamos introducido, y de
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:Screen 
ConfigureTab :ConfigureTab
G : GAExecutorcreate()
CargaFichero(ruta)
Analizar()
configureGAExecutor()
AT : AnalizeTaskcreate(G)
E : ErrorDialogcreate()
P : ProgressDialogcreate()
SeleccionarImplementación(imp)
validate()
prepare()
analyze()
:AnalyzeTab
updateFromResults()
PM : ProgressMonitorcrMonitor(P)
Figura 5.12: Caso de uso: Configurar ejecutador
extraer aquellos operadores que se pueden aplicar. Para realizar esta tarea, debemos ir llamando
a todos los métodos de configuración y pasándole los parámetros introducidos; para el resto de la
operación está la clase AnalizeTask, que se encarga de validar los archivos, preparar a MuBPEL,
analizar el código y mostrar el progreso de la operación.
5.4.3. Diagrama de interacción. Caso de uso: Generar y comparar mutante
En el diagrama de la figura 5.13 seleccionaremos los operadores que queremos ejecutar, generaremos
todos los mutantes posibles con dichos operadores, ejecutaremos el conjunto de casos de pruebas sobre
ellos y compararemos los resultados con los del programa original. Para ello debemos realizar dos pasos:
seleccionar los operadores y realizar la mutación/comparación del código.
Seleccionar los operadores: Con esta operación vamos marcando de entre la lista de operadores
disponibles aquellos que queremos usar. De ello se encarga el método “SelecciónOperadores(op)”.
Realizar la mutación/comparación: De esta operación se encarga el método “MutarComparar()”que
crea una instancia de “MutateTask”. La labor de esta clase es generar los ficheros que contienen
los mutantes (con el método “generate(op, línea, valor)”) y comparar sus resultados en los casos
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de prueba (con el método “compare(PM, files)”), devolviendo la matriz de ejecución. Todo este
proceso está monitorizado para mostrar el porcentaje que se ha completado en cada momento.
5.4.4. Diagrama de interacción. Caso de uso: Comparar código
En el diagrama de la figura 5.14 cargaremos los dos ficheros que deseamos comparar, normalmente
será el programa original y alguno de los mutantes. Para realizar esta operación, debemos cargar ambos
ficheros; sin embargo, para seleccionar el mutante tenemos dos opciones: cargar el fichero de forma nor-
mal o indicar el nombre, línea y valor que identifican al mutante. Por tanto, para realizar esta operación,
debemos efectuar 2 pasos (en el caso de que decidamos cargar el mutante de forma normal) o 4 pasos
(si decidimos cargar el mutante identificándolo).
Cargar fichero original: Con esta operación seleccionamos el fichero que corresponde al programa
original. Dicho código aparecerá en un cuadro destinado para ello y, en el caso de que el segundo
código ya esté cargado, se sacarán las diferencias entre ambos, resaltándolas en colores. De esto
se encarga el método “ImportarCódigo(ruta)”.
Cargar fichero mutado: Con esta operación seleccionaremos el fichero que corresponde a alguno
de los mutantes que hemos generado, ya sea en esta ejecución o en alguna anterior. Dicho código
aparecerá en un segundo cuadro y, en el caso de que el código del programa original ya esté
cargado, se sacarán las diferencias entre ambos, resaltándolas en colores. De esto se encarga el
método “ImportarMutante(ruta)”.
Seleccionar nombre del mutante: En esta operación indicaremos el nombre del operador que ha
generado al mutante. Sólo podemos seleccionar entre los operadores que hayamos escogido eje-
cutar. Una vez escogido un nombre, se actualizarán el resto de campos para poder seleccionar la
línea en la que se aplicó el operador y con el valor que lo hizo.
Seleccionar línea: Con esta operación seleccionamos la línea en la que se aplicó el operador co-
rrespondiente. En el caso de que ya se haya seleccionado un valor, estamos en situación para
determinar cuál es el mutante al que nos referimos; se carga el código y se muestran las diferen-
cias con el código del programa original, en el caso de que esté cargado. De esto se encarga el
método “SeleccionarLínea(lin)”.
Seleccionar valor: Con esta operación seleccionamos el valor con el que se aplicó el operador
correspondiente. En el caso de que se haya seleccionado una línea, podemos determinar a qué
mutante nos estamos refiriendo; se carga el código y se muestran las diferencias con el código
del programa original, en el caso de que esté cargado. De esta operación se encarga el método
“SeleccionarValor(val)”.
5.5. Pruebas unitarias
Este proyecto cuenta con un conjunto de pruebas unitarias que nos servirán para comprobar el co-
rrecto funcionamiento de la aplicación. Sin embargo, al ser una interfaz gráfica, realizarle pruebas no
estan fácil como realizarlas sobre código normal. Para ello, se ha usado la biblioteca SWTBot, espe-
cializada en pruebas para interfaces que usan la biblioteca gráfica SWT, y de la que hablaremos más
detenidamente en secciones posteriores.
Se han considerado necesarias 7 pruebas para cubrir la mayor parte de los aspectos de esta interfaz:
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:Screen 
DifferencesTab :DifferencesTab
ImportarCódigo(ruta)
ImportarMutante(ruta)
SeleccionarMutante(op)
SeleccionarLinea(lin)
SeleccionarValor(val)
Figura 5.14: Caso de uso: Comparar código
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Introducir un programa inválido: En esta prueba, introducimos un programa original en BPEL
erróneo, o directamente en blanco. Con esta prueba comprobamos que la interfaz es capaz de
detectar fallos en el programa original, informar de ellos y permitir al usuario seleccionar otro
fichero.
Introducir un fichero de pruebas inválido: En esta prueba, introducimos un fichero de pruebas BTS
erróneo o en blanco. El sistema deberá detectarlo, informar de ello y permitir al usuario cambiar
el fichero.
Operaciones con los botones de selección de operadores: Con esta prueba comprobamos que los
botones de “Añadir Todos”, “Eliminar Todos” y para eliminar un operador en concreto funcionan
correctamente.
Realizar dos fases de analizado consecutivas: Durante la creación de la interfaz, hubo problemas
al limpiar los restos de un análisis previo; con esta prueba se quiere comprobar que esto no sigue
pasando.
Proceso completo de análisis, mutación y comparación: Es la ejecución normal de la aplicación.
Se selecciona unos ficheros, se analizan, se escoge unos operadores para ejecutar y se comprueban
los resultados.
Realizar dos fases de mutación/comparación consecutivas: De esta forma probamos que podemos
crear y comparar mutantes varias veces sobre los mismos archivos, sin necesidad de analizarlos
de nuevo.
Comprobar la carga de operadores para la comparación de archivos: De esta forma comprobamos
que una vez seleccionados unos operadores y realizada la mutación, podemos cargar los mutantes
para compararlos con el código original.
Sin embargo, esta biblioteca no puede manipular los diálogos emergentes; por lo que operaciones
como cargar los ficheros con el explorador, exportar archivos o cancelar progresos no se han podido lle-
var a cabo. Sin embargo, se ha intentando minimizar los daños añadiendo sistemas de carga de archivos
alternativa, tales como escribir la ruta usando el teclado.
El no poder cancelar los procesos supone la pérdida de una prueba importante; sin embargo, esta
interfaz simplemente se encarga de llamar a un método de MuBPEL encargado de ello; así pues, si la
cancelación es defectuosa, es muy probable que se deba a un fallo en el núcleo de MuBPEL, y no a
nuestra aplicación.
5.6. Herramientas usadas
Para el desarrollo de este proyecto, se ha usado el lenguaje de programación Java, así como diversas
bibliotecas, entre las que se encuentran, SWT, SWTBot y LATEX para esta memoria.
5.6.1. Java
Java [23] es un lenguaje de programación orientado a objetos, desarrollado por un grupo de trece
personas dirigido por James Gosling, para la empresa Sun Microsystems en el año 1991.
Originalmente se llamó Oak, por un roble que crecía fuera de la oficina de Gosling; pero como
Oak ya era una marca comercial registrada, se le nombró Java. No está claro si el término Java es un
acrónimo, pero la creencia más extendida es que debe su nombre a un tipo de café de una cafetería en la
que se reunía el equipo. De hecho, su símbolo es una taza de café caliente.
El lenguaje se creó con cinco objetivos principales:
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Usar una metodología orientada a objetos.
Permitir la ejecución de un mismo programa en múltiples sistemas operativos.
Incluir por defecto soporte para el trabajo en red.
Permitir la ejecución de código en sistemas remotos de forma segura.
Ser fácil de usar y tomar lo mejor de otros lenguajes orientados a objetos, como C++.
Su sintaxis es muy similar a la de C++, pero omite los aspectos que dan lugar a más fallos. El código
Java se ejecuta dentro de una máquina virtual, con la que consigue la independencia respecto al sistema
operativo. Además, incluye un recolector de memoria, que se encarga de eliminar los objetos que ya no
se usan, ahorrándole este trabajo al programador, que, por otra parte, era fuente de continuos errores en
otros lenguajes, como C++.
Una de las ventajas que ofrece Java y que ha sido tremendamente útil en este proyecto es el meca-
nismo de la “introspección” [14]. Se usa normalmente en los programas que necesitan examinarse a sí
mismos o cambiar su comportamiento en tiempo de ejecución dentro de la máquina virtual de Java. Es
una técnica bastante potente y permite generar aplicaciones que realizan operaciones que de otra forma
no serían posibles. Los casos en los que suelen usarse esta herramienta son:
Características de extensibilidad: Una aplicación puede usar clases definidas por el usuario de for-
ma externa para crear instancias de objetos extensibles usando sus nombres totalmente calificados.
Los navegadores de clases y entornos de desarrollo visuales: Un navegador de clases debe ser
capaz de enumerar los miembros de las clases. Los entornos de desarrollo visuales se pueden
beneficiar del uso de la información que esta herramienta aporta para ayudar a los desarrolladores
a escribir un código más correcto.
Debuggers y herramientas de testeo: Los debuggers deben ser capaces de examinar los miembros
privados de las clases. Las herramientas de testeo pueden usar esta herramienta para llamar sis-
temáticamente a la API de una clase determinada, para asegurar un alto nivel de cobertura en la
prueba.
Este proyecto no se podría haber realizado sin la introspección; gracias a ella conseguimos la meta
de hacerlo lo más adaptable posible. Con esta herramienta, vemos qué clases implementan el núcleo de
MuBPEL; cada una de estas clases permitirán la mutación de programas en un determinado lenguaje de
programación. Una vez que el usuario a seleccionado qué clase es la que se desea usar, creamos una
instancia de ella, y, usando de nuevo la introspección, recorremos su lista de métodos, quedándonos con
aquellos que sean de configuración.
El hecho de que Java no funcione directamente sobre el hardware y que tenga una máquina virtual
por encima de éste hace posible esta técnica, cosa que en otros lenguajes no es posible. Esta es una de
las características que nos hizo decantarnos por Java como lenguaje a usar en este proyecto.
El sistema de concurrencia que proporciona Java también ha sido tremendamente útil y necesario
para este proyecto. En un primer momento se intentó crear una interfaz sin hilos, pero al ver que las
operaciones de analizado y mutación/comparación consumían tantos recursos que la bloqueaban, no
quedó mas remedio que hacerla concurrente. Esto permitió añadir un diálogo en el que se muestra
el progreso de la operación; sin embargo esto nos ocasionaba un problema: para realizar una medición
precisa, deberíamos ir generando y comparando mutante a mutante; sin embargo, es mucho mas eficiente
comparar todos los mutantes juntos, pero de esta forma no se puede medir el progreso. Para arreglar
este inconveniente, se hizo que el núcleo de MuBPEL llamara a determinados métodos de una clase de
monitorización cada vez completara una operación. Gracias a esta clase, podemos mantener actualizados
los datos del progreso.
5.6. HERRAMIENTAS USADAS 65
5.6.2. Eclipse
Eclipse [24] es un entorno de desarrollo integrado de código abierto multiplataforma para hacer lo
que el proyecto llama “Aplicaciones de Cliente Enriquecido”, opuesto a las aplicaciones de “Cliente-
liviano” basadas en navegadores. Esta plataforma se ha usado para crear entornos de desarrollo integra-
dos (IDE), como el IDE de Java, llamado Java Development Toolkit (JDT) y el compilador (ECJ) que se
entrega como parte de Eclipse y que son usados también para desarrollar el mismo Eclipse.
Fue creado originalmente por IBM como el sucesor de VisualAge. Actualmente es desarrollado por
la Fundación Eclipse, una organización independiente sin ánimo de lucro que fomenta una comunidad
de código abierto y un conjunto de productos complementarios.
Se liberó originalmente bajo la Common Public License, pero después fue re-licenciado bajo la
Eclipse Public License; sin embargo, la Free Software Foundation ha determinado que ambas licencias,
aún siendo software libre, son incompatibles con la Licencia pública general de GNU (GNU GPL).
El IDE de Eclipse emplea módulos (plug-in en inglés) para proporcionar toda su funcionalidad al
frente de la plataforma de cliente enriquecido, a diferencia de los entornos monolíticos, donde todas
las funcionalidades están incluidas, tanto si les son útiles al usuario como si no. Con este sistema de
módulos, el usuario tiene un entorno ligero, personalizado según sus necesidades. Con estos módulos,
podemos extender la funcionalidad de Eclipse a otros lenguajes de programación, como C/C++ o Python;
a lenguajes de procesado de texto, como LATEX; aplicaciones en red como Telnet y sistemas de gestión
de bases de datos.
Dispone de un editor de texto con resaltado de sintaxis; compilación en tiempo real, pruebas unitarias
con JUnit, control de versiones con CVS, integración con Ant, asistentes para la creación de proyectos,
clases, test, etc., y refactorización. Haciendo uso de los plugins, se puede añadir control de versiones
con Subversion e integración con Hibernate.
Se ha escogido Eclipse como editor porque está especialmente desarollado para el código Java, y
cuenta con un plugin para manejar la biblioteca gráfica SWT, Google WindowBuilder Pro. Además, en
un futuro se espera poder convertir la interfaz en un plugin para Eclipse.
En la figura 5.15 podemos ver la versión “Indigo” del entorno Eclipse. En la ventana de la izquierda
tenemos el explorador del proyecto; en él podemos ver los ficheros que lo componen. En el cuadro
central tenemos el texto. Las palabras claves del lenguaje aparecen resaltadas y los errores sintácticos
subrayados. Encima del cuadro con el código, tenemos unas pestañas, en las que aparecen los ficheros
de código que tenemos abiertos. En el rectángulo inferior tenemos una pequeña terminal, con la que
podemos ver la salida que produce el programa.
5.6.3. SWT
SWT [25] son las siglas de Standard Widget Toolkit (caja de herramientas básica de widget). Es un
conjunto de componentes para construir interfaces gráficas en Java.
Fue desarrollada originalmente por IBM, y ahora la mantiene el proyecto Eclipse. Recupera la idea
original de la biblioteca AWT de utilizar componentes nativos, con lo que adopta un estilo más consis-
tente en todas las plataformas, pero sin caer en las limitaciones de ésta. Debido al uso de componentes
nativos, el aspecto de la interfaz dependerá del sistema operativo sobre el cual se ejecuta.
Se ha usado un plugin de Eclipse para manejar la biblioteca SWT, Google WindowBuilder Pro. Es
un editor de interfaces Java bidireccional; colocando componentes en el editor visual, nos generará el
código Java automáticamente, y viceversa; si escribimos nuestro propio código, se verá reflejado en el
editor visual.
En la figura 5.16 podemos ver a Eclipse funcionando con el plugin Google WindowBuilder Pro.
Ahora tenemos un cuadro en la derecha donde aparece la pantalla que estamos diseñando. Justo antes
tenemos una paleta con todos los componentes de los que dispone la biblioteca SWT, agrupados por
categorías, como elementos del sistema, para composiciones, de control, etc. A la izquierda, en la parte
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Figura 5.15: Toma de pantalla de la ventana de principal de Eclipse Indigo
superior, tenemos una ventana que nos muestra todos los elementos que hemos colocado y cómo están
estructurados. Por último, debajo de esta ventana, tenemos otra que nos indica las propiedades del ele-
mento seleccionado; en este recuadro podemos modificar parámetros como el nombre, el estilo, el texto
que muestran, si están activos o no, etc.
En la figura 5.17 tenemos la pantalla que estábamos diseñando en el ejemplo anterior. El aspecto de
la misma depende del sistema operativo en el que se esté ejecutando.
5.6.4. Reflections
Reflections [26] es la biblioteca que se encarga de implementar el mecanismo de la introspección.
Escanea los «classpath», los índices de meta-datos, permite consultas en tiempo de ejecución y puede
guardar y recolectar esa información de los módulos de un proyecto. Usando esta biblioteca, se pueden
realizar operaciones como:
Obtener todos los subtipos de un tipo.
Obtener todos los tipos, métodos o campos que cuentan con alguna anotación o con algunos
parámetros concretos.
Obtener los recursos que coincidan con cierta expresión regular.
Sin embargo, a pesar de ser una herramienta tremendamente útil, no debe ser usada indiscriminada-
mente, ya que mientras se usa, no se pueden aplicar las optimizaciones de la máquina virtual de Java.
Siempre que haya una alternativa a su uso, debemos aprovecharla. Siempre que usemos la introspección,
debemos tener en cuenta que:
Con ella, la resolución de tipos se hace dinámicamente, por lo que no se pueden realizar las
optimizaciones de la máquina virtual. En consecuencia, estas operaciones son más lentas que las
5.6. HERRAMIENTAS USADAS 67
Figura 5.16: Google WindowBuilder Pro
Figura 5.17: Ejemplo de pantalla creada con Google WindowBuilder Pro
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Figura 5.18: Ejemplo de gráfico generado con JFreeChart
que no usan introspección, y se deben evitar en aquellas secciones del código a las que se llama
continuamente.
Necesita un permiso de seguridad que puede que no este presente cuando se ejecuta bajo un
controlador de seguridad. Esta es una consideración importante para el código que debe funcionar
en un determinado contexto de seguridad.
Con la introspección podemos realizar operaciones que serían ilegales en código normal, como el
acceso a campos y métodos privados; por tanto, puede provocar efectos secundarios inesperados,
que pueden hacer el código disfuncional y puede destruir la portabilidad.
5.6.5. JFreeChart
JFreeChart [27] es una biblioteca gráfica para Java, que permite generar gráficas de calidad profe-
sional proporcionando unos pocos datos, como los porcentajes de la estadística o el tipo de gráfico. Es
un proyecto que lo empezó David Gilbert, en Febrero de 2000. Es una biblioteca de código abierto,
distribuida bajo la GNU Lesser General Public License (LGPL). Entre las ventajas que proporciona esta
herramienta, hay que destacar:
Una API bien documentada que da soporte a diversos tipos de gráficos.
Un diseño flexible que hace que sea fácil de extender, y cumple los objetivos tanto del lado del
servidor como del cliente.
Soporta muchos tipos de salida, incluyendo componentes Swing, archivos de imágenes, como
PNG y JPEG, y gráficos vectoriales, como SVG, EPS y PDF.
En la figura 5.18 tenemos un ejemplo de una gráfica generada con JFreeChart. En este caso, toma la
forma de un velocímetro; pero también permite generar diagramas de sectores, como los usados en este
proyecto, diagramas de barras, diagramas de dispersión, de doble eje, etc.
El uso de la biblioteca JFreeChart para la creación de las estadísticas se debe a su uso anterior
en otro proyecto junto a la biblioteca SWT. En vista a su facilidad de uso y su buena adaptación con
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SWT se decidió optar por esta herramienta. Sin embargo, las bibliotecas para exportarlas fueron algo
más difíciles de encontrar, sobre todo la biblioteca para generar PDF; en un primer lugar se decidió
usar itextpdf [28], pero al tener licencia GNU Affero GPLv3 no era del todo compatible con la Apache
Software License 2.0 del resto de MuBPEL. Por este motivo, se decidió reemplazarla por otra biblioteca
similar pero con una licencia más propicia a nuestros propósitos. Se ha usado la biblioteca PDFBox [29],
que está bajo la Apache License v2.0.
5.6.6. SWTBot
SWTBot [30] es una herramienta de código libre para realizar pruebas sobre aplicaciones basadas en
SWT y en Eclipse.
Es una biblioteca con un código fácil de leer y de generar, y su API permite ocultar la complejidad
del proceso SWT. Incluye sus propios conjuntos de asertos, diseñados para SWT.
Las pruebas generadas con esta herramienta simulan las acciones que se suelen a cabo con la interfaz;
acciones como pulsar botones, seleccionar elementos de desplegables, escribir textos, etc. Para llevarlas
a cabo, realiza como una “captura de pantalla” de la interfaz, y nos referimos a los elementos por alguna
característica destacable, como el botón que tenga un texto determinado, o la etiqueta que se encuentra
en primera posición, etc.
Las pruebas están escritas en Java, y se ejecutan en el entorno Eclipse como si fuera una aplicación
de prueba Eclipse. Además, tiene total acceso a las API de SWT y de Eclipse. Las pruebas de SWTBot se
escriben como si se tratara de JUnit, que permiten una integración fácil con muchas tecnologías, como
Ant, pruebas de integración continua y herramientas de cobertura de código.
Para más información, se puede consultar el “Apéndice B”, en el que se explica cómo instalar esta
herramienta y cómo empezar a hacer pruebas con ella.
5.6.7. Maven
Maven [31] es una herramienta diseñada para la gestión y construcción de proyectos Java. Fue creada
por Jason van Zyl, de Sonatype, en 2002. Su funcionalidad es parecida a Apache Ant, y en menor medida
a PEAR de PHP y CPAN de Perl, pero tiene un modelo de construcción más simple, basado en XML.
Inicialmente estaba dentro del proyecto Jakarta, pero actualmente es un proyecto de nivel superior de la
Apache Software Foundation.
Usa un Project Object Model (POM) para describir el proyecto software a construir. En él se indican
sus dependencias de otros módulos y componentes externos; y el orden de construcción de los elemen-
tos. La diferencia fundamental con Apache Ant es que se escriben de forma declarativa, en vez de en
forma imperativa; es decir, en vez de indicar cómo construir algo, se dice qué hay que construir, y las
convenciones de Maven controlarán el proceso de construcción.
Maven está listo para usar en red, ya que su motor puede descargar dinámicamente los plugins de un
repositorio. Dicho repositorio provee acceso a muchas versiones de diferentes proyectos Open Source en
Java, de Apache y de otras organizaciones. Este repositorio y su sucesor reorganizado, Maven 2, intentan
ser el mecanismo por defecto de distribución de aplicaciones en Java, pero su adopción está siendo lenta.
Maven permite subir artefactos al repositorio al final de la construcción de la aplicación, de forma que
cualquier usuario tiene acceso a ella.
Usa una arquitectura basada en plugins que permite que utilice cualquier aplicación controlable a tra-
vés de la entrada estándar. En teoría, esto permite que cualquiera pueda escribir sus propios plugins para
su interfaz con herramientas como compiladores, herramientas de pruebas unitarias, etc. para cualquier
otro lenguaje; pero en la realidad, Maven apenas soporta otros lenguajes distintos a Java.
Está construido alrededor de la idea de reutilización de la lógica de construcción: los proyectos se
construyen generalmente con patrones similares; una elección lógica sería reutilizar los procesos de
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construcción. La idea no es reutilizar el código o funcionalidad, sino cambiar la configuración el código
escrito.
Los proyectos en Maven cuentan con una serie de etapas, llamadas ciclo de vida. Para pasar a una
etapa, es necesario haber completado con éxito las etapas anteriores. Estas etapas representan las distin-
tas fases por las que un proyecto software ha de pasar. Las etapas más importantes son:
1. compile: compila el código.
2. test: ejecuta las pruebas unitarias.
3. package: empaqueta el bytecode resultado de compilar en un .jar.
4. install: instala el .jar en el repositorio local de Maven.
5. deploy: despliega el .jar en el repositorio remoto de Maven.
También hay otras metas que están fuera del ciclo de vida que pueden ser llamadas, pero Maven
asume que estas metas no son parte del ciclo de vida por defecto, por lo que no es obligatorio su cumpli-
miento para pasar a la siguiente fase. Por ejemplo, clean retira ficheros generados durante la compilación,
y site genera una página web estática con informes.
5.6.8. Jenkins
Jenkins [32] es un software de integración continua de código abierto escrito en Java. Está basado
en el proyecto Hudson y es, dependiendo de la visión, una bifurcación del proyecto o simplemente un
cambio de nombre.
Proporciona integración continua para el desarrollo de software. Es un sistema funcionando en un
servidor que es un contenedor de servlets, como Apache Tomcat. Soporta control de versiones con CVS,
Subversion, Git, etc; y puede ejecutar proyectos basado en Apache Ant y Apache Maven, así como
scripts de shell y programas batch de Windows. Su desarrollador principal es Kohsuke Kawaguchi. Está
liberado bajo licencia MIT.
Se encarga de monitorizar las ejecuciones de trabajos repetitivos, como la construcción de un pro-
yecto software, o trabajos ejecutados por cron. Entre otras cosas, Jenkis está enfocado actualmente en
dos trabajos:
Construcción y pruebas de software continuas. Jenkins proporciona un sistema de integración
continua fácil de usar, permitiendo a los desarrolladores integrar cambios al proyecto y que los
usuarios obtengan una construcción nueva de una forma simple. La construcción automatizada y
continua incrementa la productividad.
Monitorización de la ejecución de tareas que se ejecutan externamente, como las tareas cron y
procmail; incluso aquellas que se ejecutan en máquinas remotas. Jenkins mantiene los resultados
y hace que sea fácil detectar cuando algo va mal.
En la figura 5.19 podemos ver una de las ejecuciones del código. La bola azul nos indica que la
ejecución ha sido exitosa. A continuación nos informa de los cambios que hay con respecto a la ejecu-
ción anterior y los cambios en las dependencias. En el panel de la izquierda tenemos funcionalidades
adicionales, como ver los cambios exclusivamente, o ver la salida de la consola, viajar por las distintas
ejecuciones, etc.
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Figura 5.19: Pantalla de Jenkins
5.6.9. Sonar
Sonar [33] es una plataforma para medir la calidad del software libre. Usa varias herramientas está-
ticas de análisis de código, como Checkstyle, PMD, FindBug y Clover con las que extraer métricas que
miden la calidad del software.
Informa sobre el porcentaje de código que está duplicado, se encarga de comprobar la cobertura de
las pruebas unitarias, realiza las métricas estándar, como el número de líneas de código, la complejidad
ciclomática, el porcentaje de comentarios, el tiempo máquina, etc. Habitualmente se usa para Java, pero
se puede extender a otros lenguajes.
En la figura 5.20 podemos ver la información más relevante del proyecto del grupo UCASE. Arriba
a la izquierda se nos informa del número de líneas, clases, métodos, paquetes, etc. que lo conforman.
Justo abajo podemos ver el porcentaje de comentarios y de código duplicado. Más abajo tenemos una
medición de la complejidad del código, tanto por métodos como por clases. Abajo del todo vemos el
porcentaje de cobertura del código que tienen las pruebas, y cuántas de ellas se pasan con éxito. En
la columna de la derecha, arriba del todo, podemos ver el número de reglas o normas de estilo que no
cumplimos, y las clasifica en: bloqueadas, críticas, mayores, menores y de información. A continuación
se nos informa si hay ciclos entre las dependencias. Por último, tenemos una medición de la cohesión
del código.
En el cuadro azul de la izquierda, tenemos aún más información sobre el proyecto; por ejemplo, si
pulsamos en “Components”, podremos ver los distintos módulos que lo componen.
En la figura 5.21 vemos todos los módulos que componen el proyecto del grupo UCASE, dándonos
alguna información adicional, como el porcentaje de reglas que cumple, la cobertura de sus pruebas o el
tiempo de construcción. En la parte derecha, tenemos un cuadro que nos representa de forma gráfica los
distintos módulos. Cuanto más grandes sean, más líneas tendrá dicho módulo. El color de los mismos
representan el porcentaje de normas de estilo que cumplen; los módulos más verdes son aquellos que
mayor calidad tienen por cumplir más reglas, aquellos más rojos son los que menos cumplen. Además,
podemos visualizar los módulos atendiendo a otros criterios, como la cobertura de las pruebas, el número
de líneas de comentarios, el porcentaje de pruebas superadas, el tipo de violaciones, etc.
Accederemos al apartado específico de este proyecto para ver el resto de las funcionalidades de
Sonar. Para ello, pulsaremos en Gamera2::GUI, que es el nombre que se le ha asignado. En la figura
5.22 vemos unas estadísticas similares a las vistas anteriormente, pero éstas en concreto pertenecen
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Figura 5.20: Pantalla principal de Sonar
Figura 5.21: Módulos del proyecto
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Figura 5.22: Estadísticas del proyecto
exclusivamente a este proyecto.
En cualquier momento podemos ver más detalles de cualquiera de las secciones pulsando en ellas.
Por ejemplo, es especialmente útil conocer qué normas de estilo hemos incumplido, para así poder
corregirlas y aumentar la calidad del código. Para ello, podemos pulsar encima del porcentaje de las
reglas de estilo cumplidas, o, si deseamos ver sólo los errores de un determinado nivel de gravedad
(críticos, mayores, etc.), pulsaremos en alguno de ellos.
En la figura 5.23 vemos como se representan los fallos en Sonar; nos muestra el trozo de código
en el que está la violación de alguna norma de estilo, y nos indica en qué consiste. Si pulsamos en el
nombre de la regla, tendremos una breve descripción de ella.
En el cuadro azul de la derecha tenemos aún más opciones útiles. Podemos ver como varió la com-
plejidad a lo largo de la creación del proyecto. Para ello pulsaremos en “Time machine”. En la figura
5.24 vemos una gráfica, en la que se representa cómo ha evolucionado la complejidad, el cumplimiento
de las reglas y la cobertura del código. Un poco más abajo tenemos otros criterios para generar la grá-
fica, tales como la evolución de la documentación, la complejidad de las clases, de los métodos, de la
duplicación de código, etc. Al final de la página tenemos un botón para generar la nueva estadística.
Si pulsamos en el botón “Libraries” del cuadro azul de la izquierda, podemos ver las dependencias
del proyecto. En la figura 5.25 podemos ver que nuestro proyecto depende de las bibliotecas Reflections,
jfreechart, batik, java-diff, pdfbox, swt, etc.
Implementación
En esta sección se explicarán algunos de los conocimientos y técnicas que se han aprendido gra-
cias a Sonar. La mayoría de ellos están relacionados con el estilo y la presentación del código, pero
también se ha aprendido algunos estilos de programación que hacen el código más eficiente. Entre los
conocimientos adquiridos, hay que destacar:
Se han respetado los anchos máximos de línea para facilitar la lectura y no tender que estar des-
plazando el código horizontalmente.
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Figura 5.23: Normas de estilo
Figura 5.24: Complejidad del proyecto
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Figura 5.25: Dependencias del proyecto
Se han usado nombres de variables que cumplen con el convenio establecido, para ello se han
consultado manuales de estilo, como es [34].
Se ha evitado especificar tamaños fijos de los componentes de la interfaz, ya que Sonar indicaba
que era una mala práctica.
Se han remodelado algunas clases para evitar, en la medida de lo posible, no superar cierto número
de líneas.
Se ha intentado rebajar la complejidad ciclomática en aquellos lugares en los que se ha podido.
Se han corregido fallos a la hora de lanzar y capturar excepciones, lo que ha permitido crear un
código más robusto frente a errores.
Sonar detectó una función muy similar a otra, indicando que había duplicación de código; gracias
a esto se pudieron fusionar en una sola.
Se usan márgenes de error a la hora de comparar números en coma flotante.
Se usan las interfaces en lugar de implementaciones de éstas a la hora de pasarlas como parámetro,
lo que hacen un código más eficiente.
5.6.10. Subversion
Subversion [35] es un sistema de control de versiones, diseñado para reemplazar a CVS [36]. Es un
software libre con licencia Apache/BSD. También se le conoce por svn, ya que este es el nombre que
usa en la línea de órdenes.
Una de las principales diferencias entre Subversion y CVS es que en el primero todo el proyecto está
bajo el mismo número de revisión; mientras que en el segundo cada archivo tiene un número de revisión
independiente.
El hecho de que se pueda acceder al repositorio a través de la red permite que varias personas trabajen
sobre el mismo repositorio. Esto fomenta la colaboración, y la calidad no se resiente, ya que si algún
cambio es incorrecto, siempre se puede volver a una versión anterior a dicho cambio.
Entre las ventajas del uso de Subversion están:
Mantenemos la historia de los archivos y directorios, incluso después de realizar copias y renom-
bramientos.
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Todo los cambios subidos de una sola vez a la forja cuentan como una única modificación, aunque
afecte a varios archivos.
Permite la creación de ramas de una forma mucho mas eficiente que en CVS.
Al contrario que en CVS, sólo se mandan los cambios que han sufrido los ficheros, y no el fichero
completo.
Maneja los ficheros binarios de forma eficiente.
Permite el bloqueo de archivos, para que no sean editados por más de una persona al mismo
tiempo.
Cuando se integra con Apache, se puede usar todas las opciones que este servidor posee para
autentificar archivos.
Sin embargo, presenta algunas deficiencias, como un manejo incompleto del cambio de nombres
(realiza una copia y un borrado) y da problemas al aplicar repetidamente parches entre ramas.
Todo nuestro proyecto se ha subido a la forja del grupo UCASE usando Subversion. El uso de este
sistema se debe a que es el que usan la mayoría de los miembros del grupo, y a que no requiere un
excesivo aprendizaje. Ha sido muy útil en varias ocasiones en las que se ha tenido que deshacer un
cambio; gracias a él, se pudo volver a una versión anterior. Además, es una garantía tener el proyecto a
salvo en una forja, ya que nos asegura que nunca perderemos nuestro proyecto, cosa que si trabajáramos
en local no podríamos afirmar.
5.6.11. LATEX
LATEX [33] es un sistema de composición de textos, orientado a la creación de libros y documentos
científicos.
Está formado por un gran conjunto de marcos de TEX, escrito por Leslie Lamport en 1984, con la
intención de facilitar el lenguaje de composición tipográfica, TEX, creado por Donald Knuth. Cuenta
con la ventaja añadida de que se puede aumentar sus capacidades usando comandos propios de TEX,
descritos en The TeXbook. Esto hace de LATEX una herramienta práctica y útil, ya que a su facilidad de
uso se le une toda la potencia de TEX.
Su código abierto fomentó que los usuarios hicieran nuevas utilidades que extendieran sus capaci-
dades con objetivos a veces ajenos a la finalidad con la que fue creado; aparecieron por tanto dialectos
de LATEX, que podían ser incompatibles entre sí. Para solucionar este problema, Lamport y otros desa-
rrolladores iniciaron el “Proyecto LATEX3” en 1989. En 1993 apareció una reestandarización en la que
se incluían la mayor parte de estas extensiones (como la opción de escribir transparencias) para dar
uniformidad al conjunto y evitar la fragmentación de las versiones anteriores.
La característica mas relevante de la reestandarización fue la arquitectura modular: se estableció
un núcleo central, el compilador, que mantiene las funcionalidades de la versión anterior, pero permite
incrementar su potencia y versatilidad usando paquetes que sólo se cargan si son necesarios. De esta
forma, LATEX tiene ahora innumerables paquetes, muchos bajo distribución oficial, y algunos realizados
por terceros para usos especializados.
Tiene una filosofía diferente a los procesadores de texto habituales (llamados WYSIWYG, es decir,
lo que ves es lo que obtienes; What You See Is What You Get en inglés) y se basa en comandos. Gracias
a esto, permite centrarse en el contenido del documento, sin tener que preocuparse del formato. Además,
posee capacidades gráficas para representar ecuaciones y fórmulas científicas.
Para elaborar un documento LATEX, necesitamos crear previamente un fichero fuente con cualquier
editor de texto plano que contenga el texto que queramos crear; y posteriormente, debemos compilar el
código, para transformar las órdenes escritas en él en el documento final.
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Figura 5.26: Inkscape
La totalidad de esta memoria está desarrollada con LATEX. Ha sido tremendamente útil, ya que maneja
automáticamente los índices, referencias y bibliografía; algo que es de agradecer cuando se maneja un
documento de extensión y que está sufriendo continuos cambios. Además, le da al documento un buen
diseño, cosa que ayuda a los que no estamos habituados a la creación de documentos técnicos.
5.6.12. Inkscape
Inkscape [37] es una herramienta de dibujo libre y multiplataforma para gráficos vectoriales SVG.
Surgió como una bifurcación del proyecto Sodipodi.
El formato SVG soporta las formas básicas, las trayectorias, el texto, el canal alfa, las transforma-
ciones, los gradientes, la edición de nodos, la agrupación de elementos, la exportación de SVG a PNG,
etc.
El objetivo principal de Inkscape es crear una herramienta de dibujo potente y cómoda, que sea
compatible con los estándares XML, SVG y CSS. También quieren mantener una comunidad de usuarios
y desarrolladores usando un sistema de desarrollo abierto y orientados a las comunidades.
Inkscape se ha usado para el desarrollo de todos los gráficos y diagramas del proyecto. En los dia-
gramas de clases ha sido especialmente útil, ya que permite poner enlaces entre los distintos elementos,
de forma que al desplazarlos, los enlaces se mantienen; gracias a esta utilidad, cada vez que había que
desplazar alguna clase, no había que reajustar todos los enlaces que llegaban hasta ella, sino que se
ajustaban automáticamente.
En la figura 5.26, podemos ver un proyecto en Inkscape. En concreto, la creación de uno de los
diagramas de interacción usados en esta memoria.

Capítulo 6
Conclusiones
En este capítulo se tratarán las conclusiones del proyecto; en ellas se explicarán las características
del producto final, los conocimientos adquiridos durante la realización de este proyecto fin de carrera y
las posibles ampliaciones que se le podrán realizar.
6.1. Resultados obtenidos
En este proyecto se ha desarrollado una interfaz para MuBPEL cuya principal característica es que
es resistente a los cambios que la herramienta está sufriendo, para ello ha tenido que cumplir una serie
de requisitos:
Es capaz de aceptar los nuevos operadores de mutación que se le añadan al sistema. Para ello, sólo
se muestran aquellos operadores disponibles para un determinado programa; Al ser MuBPEL el
encargado de determinar los operadores aplicables en cada situación, conseguimos independizar
nuestra interfaz de un número fijo de los mismos, y trabajará con cualquier operador que devuelva
el núcleo.
Acepta otras implementaciones para mutar programas escritos en otros lenguajes de programación
distintos a WS-BPEL. Para ello, se ha hecho uso de la introspección, en concreto de la biblioteca
Reflections de Java. Con esta herramienta, podemos trabajar de una forma muy genérica, de forma
que cualquier implementación que cumpla ciertos criterios ya establecidos en MuBPEL funcionará
sin problemas.
Permite cambios en los métodos de configuración, incluso la eliminación o incorporación de algu-
nos nuevos. Para ello, se vovlió a usar la introspección, y se añadieron anotaciones a los métodos
para averiguar cuáles de ellos son de configuración.
Está preparada para la futura expansión hacia la mutación evolutiva gracias a su flexibilidad en
la configuración y a que cuenta con dos modos: “Mutación tradicional” y “Mutación evolutiva”.
Todo lo relacionado con la mutación que existe actualmente está en la primera rama. En el momen-
to en que MuBPEL pueda realizar la evolutiva, bastará con implementar el método de mutación
correspondiente a la segunda rama.
Genera una serie de estadísticas con los resultados de la mutación. Éstas se han creado con la
herramienta JFreeChart, con la que creamos varios diagramas de sectores que reflejan aquella
información que se ha considerado más relevante.
Es capaz de comparar el programa original con el mutante generado. Esto se ha conseguido gracias
a una biblioteca de Java especializada en buscar diferencias entre textos. Estas diferencias se
resaltan en distintos colores.
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Permite exportar los distintos resultados del sistema: los resultados de la comparación en formato
CSV y las gráficas en formatos PDF, PNG y SVG.
Con estos requisitos, se han cumplido todos los objetivos propuestos inicialmente para este proyecto.
6.2. Impresiones personales
La realización de este proyecto fin de carrera ha sido muy interesante, pues no solo me ha hecho
investigar distintas técnicas, lenguajes de programación y aplicaciones; sino que me ha servido para ver
como se trabaja en un proyecto de muchas más envergadura que los realizados a lo largo de la Ingeniería
Técnica. La creación de esta memoria ha sido casi más compleja que la programación de la herramienta,
ya que ha sido la primera vez que he desarrollado un documento técnico, y tiene mucha más complejidad
de la que podía esperar.
Antes de este proyecto, sólo conocía el lenguaje de programación C/C++, por lo que antes de empe-
zar, hubo una fase de aprendizaje. Si bien tanto C++ como Java son lenguajes bastante similares, tienen
algunas diferencias conceptuales importantes; además, nunca antes se había realizado una interfaz de
este tipo, por lo que también hubo que practicar bastante con las aplicaciones Eclipse y WindowBuilder
Pro. Además se ha conseguido un buen nivel en el manejo de estas herramientas, ya que se ha usado
técnicas avanzadas de programación como introspección, concurrencia, creación de gráficos, etc.
Además, la creación de la interfaz de MuBPEL ha obligado a investigar distintas tecnologías y biblio-
tecas, como es el caso de JFreeChart, una biblioteca con la que se han creado las estadísticas; Batik [38],
la biblioteca con la que se ha generado los gráficos SVG; PDFBox [29], la biblioteca para generar PDF,
etc. Entre las tecnologías que hubo que probar, hay que destacar las pruebas con Jubula [39], Window-
Tester Pro [40] y SWTBot, todas herramientas para hacer pruebas unitarias sobre interfaces gráficas. Al
no haberlas usado antes, hubo que sopesar los pros y los contra de cada una de ellas, hasta decantarnos
finalmente por SWTBot.
El uso de SWTBot requiere una mención especial; es la primera vez que se usaba herramientas de
este tipo; de hecho, la misma herramienta aún está en fase de pruebas, por lo que en algunos aspectos,
presenta una funcionalidad limitada. Como complemento, se ha añadido un anexo en el que se hace una
pequeña demostración del uso de esta herramienta sobre una interfaz de ejemplo creada para tal fin.
Por primera vez, se ha tenido la oportunidad de aplicar un diseño iterativo, y comprobar su gran
utilidad en proyectos en los que no se tienen claro desde el principio todos los requisitos que deben
cumplir. Se ha aplicado este proceso hasta conseguir que la aplicación cumpliera con los requisitos
esperados.
Además, he usado Subversion para subir las modificaciones que sufría el proyecto a la forja del
grupo UCASE. Si bien no ha sido la primera vez que he utilizado esta herramienta, si ha sido la vez
que con más intensidad lo he hecho, además de ver su verdadera utilidad al solventar algunos problemas
que, de haber estado trabajando en local, no habría podido solucionar.
El uso de Sonar ha sido tremendamente útil, ya que con él se ha conseguido un código de más
calidad, y se ha aprendido a programar siguiendo ciertas normas de estilo. Si bien al principio, por
desconocimiento, no se le prestó la suficiente atención, una vez vista su verdadero potencial, se ha usado
con bastante frecuencia.
En cuanto a la colaboración con el grupo UCASE, decir que ha sido la primera vez que he participado
en un grupo de investigación. Prácticamente todas las semanas había una reunión en la que se podía
exponer las dudas y problemas que iban surgiendo a lo largo del desarrollo. Sin estas reuniones, es muy
posible que el proyecto no se hubiera finalizado correctamente. Estas reuniones también servían para
conocer el estado de los demás proyectos, y ver cómo iban evolucionando.
Además, se han dado seminarios sobre el uso de diversas herramientas muy útiles, tanto para este
proyecto como para trabajos futuros. Entre los seminarios impartidos, destacar el seminario de GIT,
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Inkscape, WS-BPEL, Lyx y Zotero. Inkscape ha sido particularmente útil; no conocía ningún programa
de gráficos vectoriales libres; gracias a ese seminario, descubrí la herramienta, y con un poco más de
práctica, conseguí usarla lo suficientemente bien como para desarrollar los esquemas mostrados a lo
largo de esta memoria.
En cuanto a las pruebas unitarias, eran un requisito adicional que se había incluido con el fin de
mejorar la calidad del producto resultante y darle mayor dimensión al proyecto. Era la primera vez que
se usaban este tipo de pruebas unitarias dentro del grupo de investigación, por lo que había bastante
incertidumbre sobre cómo se podrían llevar a cabo. Hubo que investigar distintas herramientas hasta
encontrar una que cumpliera algunos objetivos que consideráramos deseables, como que generara código
JUnit y no código específico de la aplicación, o que se pudiera usar en entornos de integración continua.
Finalmente optamos por SWTBot, por cumplir estos requisitos y estar especialmente orientado a la
biblioteca gráfica con la que hemos desarrollado toda la interfaz, SWT.
Sin embargo, tras el uso de SWTBot, se llega a la conclusión de que es una herramienta aún en fase
de desarrollo, y que tiene muchas limitaciones que dificultan su uso. Por ejemplo, no es capaz de capturar
los diálogos del sistema, por lo que opciones tales como seleccionar un archivo usando un navegador
son imposibles. Precisamente ese ha sido uno de los problemas principales, ya que toda nuestra interfaz
se basa en la selección de los ficheros que mutaremos y ejecutaremos; para solventarla, se decidió añadir
un método alternativo de selección del fichero: escribir la ruta por teclado.
Han surgido otros problemas más difíciles de solucionar, como el hecho de que nuestra interfaz crea
nuevos diálogos indicándonos el progreso de las operaciones, e informándonos de fallos. SWTBot no
proporciona ningún método para capturar diálogos secundarios; supone que la interfaz esta formada por
un único diálogo. Esto supone un gran inconveniente, ya que nuestra interfaz despliega diálogos para
mostrar el progreso e informarnos de los errores que han aparecido. Sin poder capturar estos diálogos,
las pruebas que podemos realizar son muy limitadas, pudiendo probar solamente los casos de éxito, y
dejando al margen las situaciones de error o de cancelación de procesos.
Se ha aprovechado la experiencia con SWTBot para crear un pequeño tutorial en el que se explica
usando ejemplos cómo se realizan pruebas unitarias en una interfaz.
6.3. Trabajo futuro
Tal y como se ha explicado a lo largo de esta memoria; es una interfaz enfocada hacia una expansión
a GAmera 2.0. Cuando se termine de implementar el algoritmo genético que permita crear mutantes de
órdenes superiores (más de un cambio con respecto al original en el mismo mutante), habrá que realizar
algunas modificaciones en la interfaz para adecuarlas a los nuevos requisitos, que aún se desconocen.
Sin embargo, esta adaptación no supondrá un esfuerzo excesivo, por lo genérica que es la interfaz y
porque desde un primer momento se conocía su futura ampliación, y todo el diseño se ha enfocado hacia
ese objetivo. También se podría conseguir una mejor cobertura en las pruebas unitarias al capturar los
díalogos de error y progreso y poder operar con ellos. Por supuesto, la expansión del código conllevará
un nuevo conjunto de pruebas.

Apéndice A
Manual de usuario
En este manual explicaremos detalladamente y paso por paso todas las utilidades de la aplicación,
de esta forma cualquier usuario podrá sacarle el máximo partido.
A.1. Instalación de la aplicación
Esta aplicación cuenta con una distribución binaria autocontenida, que Jenkins genera automáti-
camente. Dichos archivos se encuentran en la dirección: https://neptuno.uca.es/hudson/
job/gamera2-gui-dists/
Una vez que hayamos descomprimido el archivo que nos hemos descargado, debemos entrar en el
directorio generado y ejecutar la interfaz mediante ./gamera2-gui.
A.2. Paseo por la interfaz
En la figura A.1 podemos ver la pantalla inicial de la interfaz. Con ella es con la que seleccionaremos
los ficheros que deseamos mutar; sin embargo, siempre podemos acceder al resto de pantallas. Si bien
ahora mismo quizás no tenga mucha utilidad, ya que no se ha realizado ninguna mutación; después de
haber realizado la primera, sí será necesario viajar de una a otra.
Para desplazarnos por las distintas pantallas (figura A.2), usaremos las pestañas de la parte superior.
Si pulsamos en la segunda pestaña, que muestra el mensaje “Análisis”, nos desplazaremos a la
pantalla donde se visualizan los operadores disponibles y aquellos que seleccionamos para ejecutar. En
la figura A.3 tenemos una vista de dicha pantalla.
Si pulsamos en la tercera pestaña, que muestra el mensaje “Resultados”, accederemos a la pantalla
en la que vemos los resultados de la última mutación realizada (figura A.4). Las columnas de las tablas
se crearán dinámicamente dependiendo de los resultados, por lo que inicialmente está en blanco.
Desde esta pantalla también tendremos la oportunidad de exportar la tabla en un fichero csv.
Si pulsamos en la cuarta pestaña, que muestra el mensaje “Estadísticas”, iremos a la pantalla de es-
tadísticas. Como podemos ver en la figura A.5, está blanco, ya que no se ha realizado ninguna mutación.
También podremos exportar las gráficas en el formato deseado.
Si pulsamos en la quinta pestaña y última pestaña, que muestra el mensaje “Diferencias”, iremos a
la pantalla de comparación, que podemos ver en la figura A.6. Esta ventana nos permite comparar dos
ficheros. La comparación la podemos realizar cargando manualmente los ficheros a comparar o bien
seleccionando en un desplegable los mutantes a comparar; por tanto, esta es la única ventana con la que
podemos realizar alguna actividad antes de mutar.
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Figura A.1: Pantalla inicial de MuBPEL.
Figura A.2: Pestañas.
Figura A.3: Segunda pantalla de MuBPEL.
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Figura A.4: Tercera pantalla de MuBPEL.
Figura A.5: Cuarta pantalla de MuBPEL.
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Figura A.6: Quinta pantalla de MuBPEL.
A.3. Configuración de MuBPEL
Como hemos contado a lo largo de la memoria, esta interfaz puede adaptarse a nuevas implementa-
ciones que se hagan de MuBPEL.
Si en un futuro se implementara de forma que puede operar con código de otro lenguaje, funcionaría
igual.
De la misma manera, si fuera necesario añadir nuevos métodos para configurarlo, la interfaz los
localizaría, y pediría al usuario que los configurara.
Por este motivo, antes de empezar, debemos indicarle a la interfaz qué implementación es la que
deseamos ejecutar; para ello tenemos un desplegable en la parte superior derecha de la pantalla de
configuración en el que nos aparecen todas las implementaciones disponibles. Seleccionaremos BPEL-
Executor, que es la única existente por el momento. En la figura A.7 podemos ver este proceso.
Una vez que seleccionemos una implementación, en la tabla que hay en la parte inferior aparecerá
una línea por cada fichero de configuración que debamos cargar.
Como podemos ver en la figura A.8, esta implementación exige la carga de tres ficheros: un fichero
XML, otro de pruebas unitarias de BPEL (BPTS) y otro con el código original en BPEL.
Para indicar las rutas de los ficheros tenemos 3 opciones:
Hacer un único click en una fila de la tabla e introducir la ruta usando el teclado.
Hacer doble click en una fila de la tabla. Aparecerá un diálogo que nos permitirá cargar un fichero
de la extensión adecuada.
Pulsar en el botón “Cargar configuración”, que se encuentra en la esquina inferior derecha.
Aparecerá un diálogo que nos permitirá cargar un fichero de configuración.
Un fichero de configuración está formado por varias líneas, en las que se indica qué ruta de archivo
hay que asignarle a cada método de configuración.
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Figura A.7: Selección de una implementación.
Figura A.8: Vista de la tabla de configuración.
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Figura A.9: Primera pantalla configurada.
La sintaxis es: método=ruta; donde método es el nombre del método al que se le asignará la ruta.
Un ejemplo sería:
1 setOriginalProgram=/home/LoanApprovalProcess.bpel
2 setOutputFile=/home/prueba.xml
3 setTestSuite=/home/LoanApprovalProcess-Velocity.bpts
En la figura A.9 podemos ver como queda la pantalla inicial una vez que hemos rellenado todos los
campos.
Por último pulsamos en el botón “Preparar y analizar”. En este momento nos aparecerá una ven-
tana con una barra de progreso, que nos indicará el estado del análisis. Esta ventana, que podemos ver
en la figura A.10, tiene un botón para Cancelar, con el que podremos interrumpir el analizado.
En el caso de que hayamos configurado incorrectamente a MuBPEL, o que algún archivo sea inco-
rrecto, nos aparecerá un mensaje de error, visible en la figura A.11. Tendremos que cambiar el fichero
incorrecto por otro que sea válido.
A.4. Selección de operadores
Una vez que haya terminado el proceso de analizado, la interfaz pasará automáticamente a la pestaña
“Análisis”.
Como podemos ver en la figura A.12, ahora el cuadro de la izquierda contiene todos los operadores
que se pueden aplicar al fichero seleccionado.
Podemos añadir todos los operadores para su posterior ejecución pulsando en el botón “Añadir
todo”.
Si queremos añadir un operador en concreto, pulsamos sobre él, y hacemos click en el botón “->”.
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Figura A.10: Proceso de analizado.
Figura A.11: Fallo al analizar.
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Figura A.12: Pantalla de análisis con los operadores disponibles.
Si nos arrepentimos de haber añadido un operador, pulsamos sobre él y hacemos click en el botón
“<-”.
Si queremos quitar todos los operadores, pulsamos en el botón “Eliminar todo”.
En la tabla A.1, sacada de [41] aparecen todos los operadores existentes hasta el momento, junto a
la actividad que realizan.
En este ejemplo seleccionaremos dos operadores, ASF y AIE.
Pondremos “Mutación tradicional” como técnica de mutación. En este momento es la única dis-
ponible; cuando el núcleo pueda realizar la mutación evolutiva para mutantes de órdenes superiores, se
añadirá esta opción. En la figura A.13 podemos ver como quedaría la pantalla de análisis.
Por último pulsaremos en el botón “Mutar y comparar”. Se iniciará dicho proceso, y volverá a salir
un diálogo en el que se puede ver el estado de la operación, y el mutante que está ejecutando en cada
momento (figura A.14). Al igual que el diálogo de progreso anterior, podremos cancelarlo.
A.5. Visionado de resultados
Cuando la operación ha terminado, la interfaz pasa a la ventana de resultados. En la figura A.15
podemos ver que la tabla ha cobrado forma, y han aparecido tantas columnas como pruebas unitarias se
han realizado a cada mutante.
Las columnas coloreadas de azul sirven para identificar al mutante; por ejemplo, en la primera línea,
tenemos un mutante que es el resultado de aplicar el operador ASF a la línea 1 dándole el valor 1.
Podemos ordenar las columnas de menor a mayor si pulsamos en su cabecera. Por ejemplo, orde-
naremos la tabla por los resultados obtenidos en la primera prueba; para ello, pulsaremos encima de la
primera columna, donde pone “Prueba 0”. En la figura A.16 podemos ver el resultado de la operación.
Podemos exportar los resultados de la tabla en formato csv pulsando en el botón “Exportar”, que se
encuentra en la parte inferior de la pantalla. Aparecerá un diálogo en el que seleccionaremos el nombre
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Operador Descripción
Mutación de identificadores
ISV Sustituye el identificador de una variable por otra del mismo tipo.
Mutación de expresiones
EAA Sustituye un operador artimético por otro del mismo tipo
EEU Elimina el operador - unario de cualquier expresión.
ERR Sustituye un operador relacional por otro del mismo tipo.
ELL Sustituye un operador lógico por otro del mismo tipo.
ECC Sustituye un operador de camino por otro del mismo tipo.
ECN Modifica una constante numérica.
EMD Modifica una expresión de duración.
EMF Modifica una expresión de fecha límite.
Mutación de actividades
ACI Cambia el atributo createInstance de las actividades de recepción
de mensajes a no.
AFP Cambia una actividad forEach secuencial a paralela.
ASF Cambia una actividad secuence por una actividad flow.
AIS Cambia el atributo isolated de un scope a no.
AIE Elimina un elemento esleif o el elemento else de una actividad if.
AWR Cambia una actividad while por una repeatUntil y viceversa.
AJC Elimina el atributo joinCondition de cualquier actividad en la que
aparezca.
ASI Intercambia el orden de dos actividades hijas de una actividad
sequence.
APM Elimina un elemento onMessage de una actividad pick.
APA Elimina el elemento onAlarm de una actividad pick o de un ma-
nejador de eventos.
Mutación de condiciones excepcionales y eventos
XMF Elimina un elemento catch o el elemento catchAll de un maneja-
dor de fallos.
XRF Elimina el atributo faultName de una actividad reply.
XMC Elimina la definición de un manejador de compensación.
XMT Cambia el fallo lanzado por una actividad throw.
XER Elimina una actividad rethrow.
XEE Elimina un elemento onEvent de un manejador de eventos.
Tabla A.1: Operadores de mutación disponibles en MuBPEL
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Figura A.13: Pantalla de análisis con los operadores seleccionados.
Figura A.14: Pantalla de análisis realizando una mutación/comparación.
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Figura A.15: Resultados de la mutación.
Figura A.16: Resultados de la mutación ordenados.
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Figura A.17: Primeras estadísticas.
del fichero y dónde queremos guardarlo. Un ejemplo de fichero generado por la interfaz es:
1 ASF,2,1,0,0,1,1,1,1,1,1,1
2 ASF,3,1,0,0,0,1,1,0,1,1,1
3 AIE,1,1,0,0,1,0,0,1,0,0,0
4 AIE,2,1,1,1,0,0,0,0,0,0,0
5 ASF,4,1,1,1,0,0,0,0,0,0,0
6 ASF,1,1,2,2,2,2,2,2,2,2,2
A.6. Visionado de estadísticas
Si pulsamos en la siguiente pestaña, podemos ver que ahora han aparecido las dos primeras estadís-
ticas (figura A.17).
En la primera podemos ver el porcentaje de mutantes que están vivos, muertos o son erróneos.
En la segunda, podemos ver cuántos mutantes ha producido cada operador.
En este ejemplo, hay un 16.67 % de mutantes erróneos, un 83.33 % de mutantes muertos y un 0 %
de mutantes vivos.
En la segunda estadística podemos ver que el operador ASF ha generado 4 mutantes, y que el ope-
rador AIE ha generado 2.
En la esquina inferior izquierda hay un desplegable; si pulsamos en él, aparecerán los 3 estados
posibles en los que puede estar un mutante: vivo, erróneo y muerto.
Al seleccionar uno de ellos, aparecerá una nueva estadística que nos informa de qué tanto por ciento
de los mutantes que se encuentran en dicho estado pertenecen a cada operador seleccionado para la
mutación.
Como podemos ver en la figura A.18, del total de mutantes que han muerto, un 40 % pertenecen al
operador AIE y un 60 % al operador ASF.
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Figura A.18: Estadística de mutantes muertos.
En la esquina inferior derecha tenemos un desplegable similar al anteriormente descrito. En esta
ocasión, en él están todos los operadores que se ha escogido para la mutación.
Una vez seleccionado uno, aparecerá una estadística similar al del cuadrante superior izquierdo, pero
centrada sólo en el operador seleccionado.
Obviamente, si sólo se ha seleccionado un operador para mutar, la estadística global y la de por
operador serán idénticas.
En la figura A.19, un 25 % de los mutantes generados por ASF son erróneos, y un 75 % han muerto.
Si miramos la gráfica que está situada encima, vemos que ASF ha generado 4 mutantes; por tanto, uno
de ellos es erróneo y tres han muerto.
Cada estadística tiene debajo un botón “Exportar”. Si pulsamos en uno de ellos, aparecerá un diá-
logo en el que podremos seleccionar un nombre, un directorio y una extensión. Se creará un fichero con
la imagen de la gráfica.
Las extensiones que están disponibles son: SVG, PNG y PDF.
A.7. Comparación de códigos
Si pulsamos en la última pestaña, accedemos a la sección de comparación de código. Para utilizar
esta pantalla, debemos cargar 2 ficheros: el código original y el de un mutante.
Para cargar el código original, debemos pulsar en el botón con los puntos suspensivos que se en-
cuentra en la parte superior izquierda. Aparecerá un diálogo que nos permetirá cargar un fichero. Dicho
fichero aparecerá en el cuadro inferior izquierdo. La ruta del fichero seleccionado aparecerá en el cuadro
de texto que se encuentra a la izquierda del botón. Tenemos un ejemplo de esta operación en la figura
A.20.
Para cargar el fichero mutado, tenemos dos opciones:
Cargar el mutante de forma similar a la que hemos cargado el fichero original.
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Figura A.19: Estadística de ASF.
Figura A.20: Visualización del fichero original.
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Figura A.21: Carga normal de mutantes.
Seleccionar con los desplegables correspondientes el mutante (de los que hemos generado) que
queremos cargar.
Para elegir la forma de carga que deseamos, tenemos un selector; si pulsamos en la opción “Seleccionar
un operador de la lista”, se desactiva la carga normal de fichero. Si marcamos “Seleccionar el fichero
mutado”, se desactivarán los desplegables.
Mostraremos como queda la pantalla si marcamos la carga normal del fichero (figura A.21), pero
como es similar a la carga del código original, el ejemplo lo realizaremos con la selección del mutante
usando los desplegables.
Volveremos a marcar la opción “Seleccionar un operador de la lista”. Se volverán a activar los
desplegables.
En el primero de ellos, seleccionaremos el operador que ha generado el mutante; como sólo hemos
mutado ASF y AIE, sólo podemos optar entre ellos. Esta operación está reflejada en la figura A.22.
Una vez que hemos seleccionado un operador, por ejemplo AIE, se actualizarán los otros dos cam-
pos, y se cargará el fichero correspondiente al mutante AIE 1 1. Con el primer campo podemos selec-
cionar la línea en la que se aplicó el operador.
Sólo están disponibles aquellas líneas en las que se ha aplicado el operador; en este caso sólo se
ha aplicado en dos líneas, por lo que sólo podremos escoger el valor 1 ó 2. Escogeremos la línea 2.
A medida que vamos modificando los parámetros, se cargan los ficheros correspondiente. Por lo que
aparecerá el fichero del mutante AIE 2 1, y se comparará con el código original, como vemos en la
figura A.23.
De una forma similar, podemos seleccionar el valor que queremos que tome el operador en dicha
línea. Sólo estan disponibles los valores que puede tomar el operador. En este caso, el operador sólo
puede tomar el valor 1.
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Figura A.22: Selección de un operador.
Figura A.23: Comparación.
Apéndice B
Manual del desarrollador
En este anexo contaremos cómo debemos preparar nuestro equipo para descargarnos este proyecto,
compilarlo y ejecutarlo. Para el usuario normal, este capítulo carece de interés, está orientado a aquellos
desarrolladores que deseen hacer alguna modificación del código.
B.1. Instalación de herramientas
Como hemos visto a lo largo de la memoria, para el desarrollo de esta aplicación se ha usado varias
herramientas, como Eclipse, Maven, WindowBuilder Pro, SWTBot, Subversion, etc. En este apartado
mostraremos cómo instalarlas en un sistema operativo GNU/Linux basado en Debian; en concreto, todas
estas intrucciones se han ejecutado en una distribución Ubuntu 11.04.
Instalación de Maven
Para instalar Maven en nuestro ordenador, debemos seguir los siguientes pasos:
1. Descargar la versión 3 de Maven de http://maven.apache.org/download.html
2. Abrimos una terminal, y nos vamos a la carpeta en la que hemos descargado Maven y lo descom-
primimos en un directorio que esté accesible:
cd /opt
sudo tar xvf (ruta al tar.gz)
3. Ahora debemos agregar M2_HOME como una variable del sistema, para ello editamos el archivo
/etc/bash.bashrc:
sudo gedit /etc/bash.bashrc
4. Agregamos las siguientes líneas al final:
1 export M2_HOME=/opt/apache-maven-3.0.2
2 export PATH=$PATH:$M2_HOME/bin:.
5. Guardamos los cambios, cerramos el documento y ejecutamos el comando:
./etc/bash.bashrc
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6. Por último, comprobamos que la versión instalada de Maven es la correcta:
mvn -version
Instalación de Subversion
Al igual que con Maven, para instalar Subversion sólo tenemos que introducir en terminal:
$ sudo apt-get install subversion
Instalación de Eclipse
Eclipse no lo podemos instalar desde la terminal, tenemos que bajarlo de su página oficial, y pulsar
en su lanzador cada vez que queramos usarlo.
Para descargarnos la última versión, accederemos a la dirección: http://www.eclipse.org/
downloads/, y bajaremos la última versión disponible de «Eclipse IDE for Java Developers». Una
vez que la descarga haya terminado, vemos que tenemos un fichero comprimido; los extraeremos en la
ubicación que elijamos. Cada vez que queramos ejecutar el programa, accederemos a dicha ubicación, y
ejecutaremos el fichero “eclipse”.
Instalación de WindowBuilder Pro
Para instalar este plugin, deberemos seguir los siguientes pasos:
Dentro de Eclipse, pulsaremos en el menu “Help”→ “Install new software”.
Pulsaremos en el boton “Add”.
En el campo “Location” ponemos la dirección en la que se encuentran los paquetes de Window-
Builder Pro para nuestra versión de Eclipse; en este caso, para la versión Indigo, la dirección es:
http://dl.google.com/eclipse/inst/d2wbpro/latest/3.7
Seleccionamos todos los paquetes para instalar.
Aceptamos los términos y condiciones.
Reiniciamos Eclipse.
Instalación de SWTBot
Para instalar este plugin, deberemos seguir los siguientes pasos:
Dentro de Eclipse, pulsaremos en el menu “Help”→ “Install new software”.
Pulsaremos en el boton “Add”.
En el campo “Location” ponemos la dirección en la que se encuentran los paquetes de SWTBot
para nuestra versión de Eclipse; en este caso, para la versión Indigo, la dirección es: http://
download.eclipse.org/technology/swtbot/helios/dev-build/update-site
Seleccionamos todos los paquetes para instalar.
Aceptamos los términos y condiciones.
Reiniciamos Eclipse.
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B.1.1. Descarga y preparación del proyecto
Lo primero que debemos hacer es descargar el código, para ello usaremos Subversion. Podemos
descargar toda la forja del grupo UCASE, para lo que pondremos en terminal:
$ svn checkout https://neptuno.uca.es/svn/sources-fm/trunk/
Si deseamos descargar solamente este proyecto, pondremos:
$ svn checkout https://neptuno.uca.es/svn/sources-fm/trunk/src/gamera2-gui/
A continuación tenemos que descargar todas las dependencias del proyecto, y construirlo. Esto sería
una tarea tremendamente lenta y tediosa, si no fuera porque para ello tenemos a Maven. Para descargar
las dependencias, entramos con la terminal en la carpeta en la que se encuentra el proyecto, y pondremos:
$ mvn compile
Automáticamente empezarán a descargarse todas las dependencias del proyecto. Ahora deberemos crear
el proyecto para Eclipse; para hacerlo, pondremos:
$ mvn eclipse:eclipse
El último paso a seguir es importar el proyecto dentro de nuestro Eclipse; deberemos seguir estos
pasos:
Dentro de Eclipse, pulsaremos en “File”→ “Import”.
En el diálogo que aparece, desplegaremos el menú “General”; seleccionaremos “Existing Projects
into Workspace” y pulsamos en “Next”.
En la nueva pantalla, dejamos marcada la opción “Select root directory”; con el navegador selec-
cionamos la carpeta en la que se encuentra el proyecto; y pulsamos en “Finish”.
Puede ocurrir que aparezca una exclamación roja al lado de nuestro proyecto; esto es porque las
variables del «classpath» no están correctamente definidas. Para ellos.
Pulsamos en “Window”→ “Preferences”.
Desplegamos el panel “Java”→ “Build Path”→ “Classpath Variables” y pulsamos en “New”.
Nos aparecerá un nuevo diálogo; en el campo “Name” introduciremos “M2_REPO”; y en el cam-
po “Path”, seleccionaremos el fichero ~/.m2/repository

Apéndice C
Pruebas unitarias con SWTBot
En este anexo haremos un pequeño tutorial para mostrar el funcionamiento de SWTBot, herramienta
que hemos usado para realizar las pruebas unitarias de la interfaz. Para ello, hemos creado una pequeña
aplicación a modo de ejemplo, y se han realizado algunas pruebas sobre ella.
El motivo de nuestro interés por esta herramienta es que gracias a ella podemos automatizar las
pruebas que se realizan en la interfaz. Tradicionalmente, las pruebas sobre las aplicaciones gráficas se
realizaban manualmente, siendo un proceso tedioso y que no proporcionaba mucha fiabilidad, ya que
las pruebas no se ejecutaban tantas veces como cuando están automatizadas. Con la aparición de herra-
mientas como SWTBot o Jubula, ahora sí podemos crear conjuntos de pruebas unitarias para interfaces
que se ejecutan automáticamente.
C.1. Preparación del entorno
En esta sección explicaremos los pasos necesarios para crear un proyecto con Eclipse en el que poder
crear una pequeña aplicación y realizarle pruebas unitarias. Para ello, debemos instalar previamente la
biblioteca SWTBot en nuestro entorno Eclipse. Los pasos para realizar esta actividad se encuentran
explicados con todo detalle en el anexo siguiente. Continuaremos con la explicación suponiendo que la
herramienta ya ha sido adecuadamente instalada.
En este caso, realizaremos las pruebas en local, por lo que crearemos un proyecto SWTBot, para
ello:
Dentro de Eclipse, vamos a “File”→ “New”→ “Other”.
En el diálogo que aparece, pulsamos en “Other”→ “New SWTBot Test Plug-in”.
Le damos un nombre y un identificador, y en el campo “Application id” seleccionamos
“org.eclipse.ui.ide.workbench”.
En este momento ya deberíamos tener nuestro proyecto SWTBot creado, pero completamente vacío,
por lo que procederemos a añadirle un fichero que contendrá el código de la aplicación de ejemplo y
otro que contendrán las pruebas unitarias.
Para añadir el fichero de código, realizaremos los siguientes pasos:
Haremos click derecho sobre nuestro proyecto, que aparecerá en el panel izquierdo de Eclipse.
Seleccionaremos el menú “New”→ “Other”.
Desplegaremos la carpeta “WindowBuilder”→ “SWT Designer”→ “SWT”→ “Application Win-
dow”.
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Le daremos un nombre y pulsaremos en “Finish”.
Antes de añadir el fichero para las pruebas de SWTBot, es una buena idea añadir un directorio para
aislar los ficheros de pruebas de los de código; para ello:
Haremos click derecho sobre nuestro proyecto, que aparecerá en el panel izquierdo de Eclipse.
Dentro de Eclipse, vamos a “Folder”.
Le damos un nombre y pulsaremos en “Finish”.
Por último añadiremos el fichero de pruebas unitarias, para ello seguiremos estos pasos:
Haremos click derecho sobre la carpeta que acabamos de crear, que aparecerá en el panel izquierdo
de Eclipse.
Seleccionaremos el menú “New”→ “Other”.
Desplegaremos la carpeta “Java”→ “JUnit”→ “Junit Test Case”.
Le daremos un nombre y pulsaremos en “Finish”.
C.2. Aplicación de ejemplo
Como hemos dicho anteriormente, para poder mostrar cómo funcionan estas pruebas unitarias, he-
mos creado un pequeño programa. En él, tenemos un cuadro de texto, un botón de OK y una etiqueta.
Cuando pulsemos en el botón, el texto que esté en el cuadro aparecerá en la etiqueta.
A continuación mostraremos el código y explicaremos su funcionamiento. Este código deberá ir en
el fichero creado para la aplicación (el primero de los dos que hemos creado).
21
22 import org.eclipse.swt.layout.GridData;
23 import org.eclipse.swt.layout.GridLayout;
24 import org.eclipse.swt.widgets.Display;
25 import org.eclipse.swt.widgets.Shell;
26 import org.eclipse.swt.widgets.Text;
27 import org.eclipse.swt.SWT;
28 import org.eclipse.swt.widgets.Button;
29 import org.eclipse.swt.widgets.Label;
30 import org.eclipse.swt.events.SelectionAdapter;
31 import org.eclipse.swt.events.SelectionEvent;
32
33 public class interfaz {
34
35 protected Shell shell;
36
37 public static void main(String[] args) {
38 try {
39 Display display = new Display();
40 Shell shell = new interfaz().createContents(display);
41 while (!shell.isDisposed()) {
42 if (!display.readAndDispatch()) display.sleep();
43 }
44 } catch (Exception e) {
45 e.printStackTrace();
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46 }
47 }
48
49 Shell createContents(final Display display) {
50 shell = new Shell();
51 shell.setSize(412, 150);
52 shell.setLayout(new GridLayout(1,true));
53 shell.setText("Sample SWT UI");
54
55 final Text text = new Text(shell, SWT.BORDER);
56 text.setLayoutData(new GridData(SWT.FILL, SWT.FILL, true, false));
57
58 Button btnOK = new Button(shell, SWT.NONE);
59 btnOK.setLayoutData(new GridData(SWT.CENTER, SWT.FILL, true, false));
60 btnOK.setText("OK");
61
62 final Label lblInfo = new Label(shell, SWT.NONE);
63 lblInfo.setLayoutData(new GridData(SWT.FILL, SWT.FILL, true, false));
64 lblInfo.setText("");
65
66 btnOK.addSelectionListener(new SelectionAdapter() {
67 public void widgetSelected(SelectionEvent e) {
68 lblInfo.setText(text.getText());
69 }
70 });
71 shell.open();
72 return shell;
73 }
74 }
En el código anterior, hemos creado una clase con los métodos necesarios para crear y mostrar la
interfaz (línea 33). El método createContents (línea 49) es el encargado de generar los componentes de
la aplicación y de definir sus manejadores de eventos. En concreto, en la línea 50 creamos la ventana; en
las líneas 55, 58, 62 creamos el cuadro de texto, el botón y la etiqueta en la que se mostrará el mensaje.
Por último en la línea 66 definimos el manejador de eventos del botón, cuyo trabajo consiste en copiar
el texto almacenado en el cuadro en la etiqueta. Quizás pueda parecer un método un poco extraño, ya
que recibe un objeto de la clase “Display” y devuelve uno del tipo “Shell”; el motivo de esto es que las
pruebas unitarias de SWTBot necesitan “capturar” la ventana de la aplicación, para lo que es necesario
que el mismo método que la crea devuelva una referencia a ella.
Para ejecutar el código, pulsaremos en el botón circular verde con una flecha dentro (llamado “Run”).
En la figura C.1 podemos ver la aplicación que acabamos de crear. Se ha introducido un texto y vemos
que aparece en la etiqueta de la parte inferior.
Figura C.1: Aplicación de ejemplo
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C.3. Creación de pruebas con SWTBot
SWTBot funciona como si un usuario estuviera pulsando y escribiendo en los campos de la apli-
cación. Sin embargo, por los principios de ocultación del código, las pruebas no pueden acceder di-
rectamente a dichos elementos, ni conoce sus identificadores, ni puede operar con ellos; esto dificulta
enormemente la creación de pruebas para aplicaciones gráficas. Para solventar este problema, SWTBot
usa una técnica ingeniosa, hace como una “captura de la interfaz” y nos permite referirnos a sus elemen-
tos a través de rasgos característicos, como el botón que tiene una determinada etiqueta, o el cuadro de
texto que muestra tal mensaje, o la segunda etiqueta contando desde arriba, etc. A continuación mostra-
remos y explicaremos las pruebas que hemos realizado para la aplicación de prueba; este código deberá
ir en el fichero destinado a las pruebas (el segundo que hemos creado).
75
76 import junit.framework.Assert;
77 import org.eclipse.swt.widgets.Display;
78 import org.eclipse.swt.widgets.Shell;
79 import org.eclipse.swtbot.swt.finder.SWTBot;
80 import org.eclipse.swtbot.swt.finder.utils.SWTBotPreferences;
81 import org.eclipse.swtbot.swt.finder.widgets.SWTBotButton;
82 import org.eclipse.swtbot.swt.finder.widgets.SWTBotLabel;
83 import org.eclipse.swtbot.swt.finder.widgets.SWTBotText;
84 import org.junit.Test;
85
86 public class prueba {
87
88 @Test
89 public void test() {
90 SWTBotPreferences.PLAYBACK_DELAY = 100;
91
92 Display display = new Display();
93 Shell shell = new interfaz().createContents(display);
94 SWTBot bot = new SWTBot(shell);
95
96 SWTBotButton btnOK=bot.button(0);
97 SWTBotLabel lblResult=bot.label(0);
98 SWTBotText txtMessage=bot.text(0);
99
100 txtMessage.setText("Hello world");
101 btnOK.click();
102 Assert.assertEquals(lblResult.getText(),"");
103 }
104 }
Lo primero que haremos es indicar el retardo que habrá entre una operación y la siguiente (línea 90);
el motivo de ello es que para realizar correctamente las pruebas, una sentencia no debe ejecutarse hasta
que la anterior no haya terminado; como estamos trabajando en una capa por encima de la interfaz, es
necesario introducir un lapso de tiempo entre operaciones para asegurarnos de la correcta terminación
de cada una de ellas.
A continuación creamos una instancia de nuestra aplicación (líneas 92 y 93), y crearemos un objeto
SWTBot a partir de ella (línea 94). Este objeto SWTBot hará las veces de “captura de pantalla”, y a
través de él extraeremos los distintos elementos de los que se compone la aplicación.
El siguiente paso consiste en hacernos con los elementos que deseemos manipular; en este caso serán
el botón, el cuadro de texto y la etiqueta. En la línea 96 extraemos el botón de la aplicación. Indicamos
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que “btnOK” será el botón número 0 de la interfaz; en este caso, al no haber más botones, podríamos no
haber especificado número alguno, pero en el caso de que hubiera más usamos un índice para referirnos
al elemento deseado. Todos los elementos están numerados de izquierda a derecha y de arriba a abajo.
En las dos líneas siguientes, 97 y 98, se realiza la misma operación para capturar la etiqueta y el cuadro
de texto.
En la línea 100 usamos un método de la clase “Label” para introducir un texto en la lista, y a
continuación pulsamos en el botón de OK, usando uno de los métodos de la clase “Button” (línea 101).
Por último, comprobamos si la etiqueta sigue en blanco; para ello usamos un aserto (línea 102). En el
caso de que la comprobación sea correcta, la prueba se habrá pasado con éxito, en caso contrario habrá
fallado.
Para ejecutar las pruebas, volveremos a pulsar en el botón circular verde; en esta ocasión, nos apa-
recerá una ventana preguntándonos cómo queremos ejecutar las pruebas; seleccionaremos la opción
“JUnit test”. En el lugar en el que suele estar la terminal de Eclipse aparecerá un panel que nos informa
de cuántas veces se han ejecutado las pruebas, cuántas han fallado y cuántos errores hay. En el caso de
que todas las pruebas se hayan ejecutado satisfactoriamente, aparecerá un cuadro verde. En el caso de
que alguna haya fallado, aparecerá un cuadro rojo, y se informará de la línea en la que se ha detectado
el error.
En la figura C.2 podemos ver el resultado de la prueba. En este caso la prueba ha fallado, ya que
cuando pulsamos en el botón de OK, la etiqueta no debe permanecer en blanco, sino que debe copiarse
el texto; para ello, modificaremos la sentencia 100 por:
106 Assert.assertEquals(lblResult.getText(),txtMessage.getText());
Figura C.2: Test fallido en Eclipse
Ahora la prueba debe ejecutarse correctamente, Eclipse nos lo indicará de la forma que vemos en la
figura C.3.
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Figura C.3: Test ejecutado con éxito en Eclipse
C.4. Iniciación y cierre automatizados
Es una buena práctica crear una nueva interfaz para cada prueba, y cerrarla al final de ésta. De
esta forma evitamos que posibles fallos en la ejecución de una prueba dejen a la interfaz en un estado
indebido que provoque el fallo del resto de las pruebas. La clase que mostraremos a continuación se
encarga de automatizar la creación y cierre de cada una de las interfaces antes de la ejecución de alguna
prueba.
107 import java.util.concurrent.BrokenBarrierException;
108 import java.util.concurrent.CyclicBarrier;
109
110 import org.eclipse.swt.widgets.Display;
111 import org.eclipse.swt.widgets.Shell;
112 import org.eclipse.swtbot.swt.finder.SWTBot;
113 import org.junit.After;
114 import org.junit.Before;
115
116 public abstract class IsolatedShellTest {
117
118 protected static SWTBot bot;
119
120 private final static CyclicBarrier swtBarrier = new CyclicBarrier(2);
121 private static Thread uiThread;
122 private static Shell appShell;
123
124 public IsolatedShellTest() {
125 if (uiThread == null) {
126 initializeUIThread();
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127 uiThread.start();
128 }
129 }
130
131 private void initializeUIThread() {
132 uiThread = new Thread(new Runnable() {
133 public void run() {
134 try {
135 while (true) {
136 // Open and lay out the shell
137 final Display display = Display.getDefault();
138 appShell = createShell();
139 bot = new SWTBot(appShell);
140
141 // The bot is ready: wait in the barrier for the test
142 // setup
143 swtBarrier.await();
144
145 // Run the SWT event loop until this shell is disposed
146 while (!appShell.isDisposed()) {
147 if (!display.readAndDispatch()) {
148 display.sleep();
149 }
150 }
151 }
152 } catch (Exception e) {
153 e.printStackTrace();
154 }
155 }
156 });
157 uiThread.setDaemon(true);
158 }
159
160 @Before
161 public void setup() throws InterruptedException, BrokenBarrierException {
162 swtBarrier.await();
163 }
164
165 @After
166 public void teardown() throws InterruptedException {
167 Display.getDefault().syncExec(new Runnable() {
168 public void run() {
169 appShell.close();
170 }
171 });
172 }
173
174 protected abstract Shell createShell();
175 }
La clase “IsolatedShellTest” (línea 124) se encarga de crear y lanzar un hilo que construye la apli-
cación; para ello llama al método “initializeUIThread”. En él, se crea la interfaz (línea 138) y se crea un
objeto SWTBot con ella (línea 139). En la línea 157 se usa un hilo demonio para parar automáticamente
la interfaz cuando la prueba acabe. El método “createShell” (línea 174) es el encargado de devolver la
instancia de la interfaz, para poder construir el objeto de la clase SWTBot.
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Para usar esta clase en nuestras pruebas, deberemos crear una nueva clase que la extienda y que
le de funcionalidad al método “createShell”, de forma que devuelva la pantalla de la interfaz. En esta
clase incluiremos las pruebas unitarias. Veamos un fragmento de código en el que hemos hecho lo
anteriormente explicado:
176 public class GuiTest extends IsolatedShellTest{
177
178 @Override
179 protected Shell createShell() {
180 MainDialog window =new MainDialog();
181 Shell shell=null;
182 try {
183 shell= window.open();
184 } catch (Exception e) {
185 e.printStackTrace();
186 }
187 return shell;
188 }
189 // ...
190 }
191
192 // ...
193 }
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Copyright c© 2000, 2001, 2002, 2007, 2008 Free Software Foundation, Inc. <http://fsf.org/>
Everyone is permitted to copy and distribute verbatim copies of this license document, but changing
it is not allowed.
D.1. PREAMBLE
The purpose of this License is to make a manual, textbook, or other functional and useful document
“free” in the sense of freedom: to assure everyone the effective freedom to copy and redistribute it, with
or without modifying it, either commercially or noncommercially. Secondarily, this License preserves
for the author and publisher a way to get credit for their work, while not being considered responsible
for modifications made by others.
This License is a kind of “copyleft”, which means that derivative works of the document must them-
selves be free in the same sense. It complements the GNU General Public License, which is a copyleft
license designed for free software.
We have designed this License in order to use it for manuals for free software, because free software
needs free documentation: a free program should come with manuals providing the same freedoms that
the software does. But this License is not limited to software manuals; it can be used for any textual
work, regardless of subject matter or whether it is published as a printed book. We recommend this
License principally for works whose purpose is instruction or reference.
D.2. APPLICABILITY AND DEFINITIONS
This License applies to any manual or other work, in any medium, that contains a notice placed by
the copyright holder saying it can be distributed under the terms of this License. Such a notice grants
a world-wide, royalty-free license, unlimited in duration, to use that work under the conditions stated
herein. The “Document”, below, refers to any such manual or work. Any member of the public is a
licensee, and is addressed as “you”. You accept the license if you copy, modify or distribute the work in
a way requiring permission under copyright law.
A “Modified Version” of the Document means any work containing the Document or a portion of it,
either copied verbatim, or with modifications and/or translated into another language.
A “Secondary Section” is a named appendix or a front-matter section of the Document that deals
exclusively with the relationship of the publishers or authors of the Document to the Document’s overall
subject (or to related matters) and contains nothing that could fall directly within that overall subject.
(Thus, if the Document is in part a textbook of mathematics, a Secondary Section may not explain any
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mathematics.) The relationship could be a matter of historical connection with the subject or with related
matters, or of legal, commercial, philosophical, ethical or political position regarding them.
The ‘Invariant Sections” are certain Secondary Sections whose titles are designated, as being those
of Invariant Sections, in the notice that says that the Document is released under this License. If a section
does not fit the above definition of Secondary then it is not allowed to be designated as Invariant. The
Document may contain zero Invariant Sections. If the Document does not identify any Invariant Sections
then there are none.
The “Cover Texts” are certain short passages of text that are listed, as Front-Cover Texts or Back-
Cover Texts, in the notice that says that the Document is released under this License. A Front-Cover
Text may be at most 5 words, and a Back-Cover Text may be at most 25 words.
A “Transparent” copy of the Document means a machine-readable copy, represented in a format
whose specification is available to the general public, that is suitable for revising the document straight-
forwardly with generic text editors or (for images composed of pixels) generic paint programs or (for
drawings) some widely available drawing editor, and that is suitable for input to text formatters or for
automatic translation to a variety of formats suitable for input to text formatters. A copy made in an
otherwise Transparent file format whose markup, or absence of markup, has been arranged to thwart or
discourage subsequent modification by readers is not Transparent. An image format is not Transparent
if used for any substantial amount of text. A copy that is not “Transparent” is called “Opaque”.
Examples of suitable formats for Transparent copies include plain ASCII without markup, Texin-
fo input format, LaTeX input format, SGML or XML using a publicly available DTD, and standard-
conforming simple HTML, PostScript or PDF designed for human modification. Examples of transpa-
rent image formats include PNG, XCF and JPG. Opaque formats include proprietary formats that can be
read and edited only by proprietary word processors, SGML or XML for which the DTD and/or proces-
sing tools are not generally available, and the machine-generated HTML, PostScript or PDF produced
by some word processors for output purposes only.
The “Title Page” means, for a printed book, the title page itself, plus such following pages as are
needed to hold, legibly, the material this License requires to appear in the title page. For works in formats
which do not have any title page as such, “Title Page” means the text near the most prominent appearance
of the work’s title, preceding the beginning of the body of the text.
The “publisher” means any person or entity that distributes copies of the Document to the public.
A section “Entitled XYZ” means a named subunit of the Document whose title either is precisely
XYZ or contains XYZ in parentheses following text that translates XYZ in another language. (Here
XYZ stands for a specific section name mentioned below, such as “Acknowledgements”, “Dedications”,
“Endorsements”, or “History”.) To “Preserve the Title” of such a section when you modify the Document
means that it remains a section “Entitled XYZ” according to this definition.
The Document may include Warranty Disclaimers next to the notice which states that this Licen-
se applies to the Document. These Warranty Disclaimers are considered to be included by reference
in this License, but only as regards disclaiming warranties: any other implication that these Warranty
Disclaimers may have is void and has no effect on the meaning of this License.
D.3. VERBATIM COPYING
You may copy and distribute the Document in any medium, either commercially or noncommercia-
lly, provided that this License, the copyright notices, and the license notice saying this License applies
to the Document are reproduced in all copies, and that you add no other conditions whatsoever to those
of this License. You may not use technical measures to obstruct or control the reading or further copying
of the copies you make or distribute. However, you may accept compensation in exchange for copies. If
you distribute a large enough number of copies you must also follow the conditions in section 4.
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You may also lend copies, under the same conditions stated above, and you may publicly display
copies.
D.4. COPYING IN QUANTITY
If you publish printed copies (or copies in media that commonly have printed covers) of the Do-
cument, numbering more than 100, and the Document’s license notice requires Cover Texts, you must
enclose the copies in covers that carry, clearly and legibly, all these Cover Texts: Front-Cover Texts
on the front cover, and Back-Cover Texts on the back cover. Both covers must also clearly and legibly
identify you as the publisher of these copies. The front cover must present the full title with all words of
the title equally prominent and visible. You may add other material on the covers in addition. Copying
with changes limited to the covers, as long as they preserve the title of the Document and satisfy these
conditions, can be treated as verbatim copying in other respects.
If the required texts for either cover are too voluminous to fit legibly, you should put the first ones
listed (as many as fit reasonably) on the actual cover, and continue the rest onto adjacent pages.
If you publish or distribute Opaque copies of the Document numbering more than 100, you must
either include a machine-readable Transparent copy along with each Opaque copy, or state in or with
each Opaque copy a computer-network location from which the general network-using public has access
to download using public-standard network protocols a complete Transparent copy of the Document,
free of added material. If you use the latter option, you must take reasonably prudent steps, when you
begin distribution of Opaque copies in quantity, to ensure that this Transparent copy will remain thus
accessible at the stated location until at least one year after the last time you distribute an Opaque copy
(directly or through your agents or retailers) of that edition to the public.
It is requested, but not required, that you contact the authors of the Document well before redistri-
buting any large number of copies, to give them a chance to provide you with an updated version of the
Document.
D.5. MODIFICATIONS
You may copy and distribute a Modified Version of the Document under the conditions of sections
3 and 4 above, provided that you release the Modified Version under precisely this License, with the
Modified Version filling the role of the Document, thus licensing distribution and modification of the
Modified Version to whoever possesses a copy of it. In addition, you must do these things in the Modified
Version:
Use in the Title Page (and on the covers, if any) a title distinct from that of the Document, and
from those of previous versions (which should, if there were any, be listed in the History section
of the Document). You may use the same title as a previous version if the original publisher of
that version gives permission.
List on the Title Page, as authors, one or more persons or entities responsible for authorship of the
modifications in the Modified Version, together with at least five of the principal authors of the
Document (all of its principal authors, if it has fewer than five), unless they release you from this
requirement.
State on the Title page the name of the publisher of the Modified Version, as the publisher.
Preserve all the copyright notices of the Document.
Add an appropriate copyright notice for your modifications adjacent to the other copyright notices.
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Include, immediately after the copyright notices, a license notice giving the public permission to
use the Modified Version under the terms of this License, in the form shown in the Addendum
below.
Preserve in that license notice the full lists of Invariant Sections and required Cover Texts given
in the Document’s license notice.
Include an unaltered copy of this License.
Preserve the section Entitled “History”, Preserve its Title, and add to it an item stating at least the
title, year, new authors, and publisher of the Modified Version as given on the Title Page. If there
is no section Entitled “History” in the Document, create one stating the title, year, authors, and
publisher of the Document as given on its Title Page, then add an item describing the Modified
Version as stated in the previous sentence.
Preserve the network location, if any, given in the Document for public access to a Transparent
copy of the Document, and likewise the network locations given in the Document for previous
versions it was based on. These may be placed in the “History” section. You may omit a network
location for a work that was published at least four years before the Document itself, or if the
original publisher of the version it refers to gives permission.
For any section Entitled “Acknowledgements” or “Dedications”, Preserve the Title of the section,
and preserve in the section all the substance and tone of each of the contributor acknowledgements
and/or dedications given therein.
Preserve all the Invariant Sections of the Document, unaltered in their text and in their titles.
Section numbers or the equivalent are not considered part of the section titles.
Delete any section Entitled “Endorsements”. Such a section may not be included in the Modified
Version.
Do not retitle any existing section to be Entitled “Endorsements” or to conflict in title with any
Invariant Section.
Preserve any Warranty Disclaimers.
If the Modified Version includes new front-matter sections or appendices that qualify as Secondary
Sections and contain no material copied from the Document, you may at your option designate some
or all of these sections as invariant. To do this, add their titles to the list of Invariant Sections in the
Modified Version’s license notice. These titles must be distinct from any other section titles.
You may add a section Entitled “Endorsements”, provided it contains nothing but endorsements of
your Modified Version by various parties—for example, statements of peer review or that the text has
been approved by an organization as the authoritative definition of a standard.
You may add a passage of up to five words as a Front-Cover Text, and a passage of up to 25 words
as a Back-Cover Text, to the end of the list of Cover Texts in the Modified Version. Only one passage of
Front-Cover Text and one of Back-Cover Text may be added by (or through arrangements made by) any
one entity. If the Document already includes a cover text for the same cover, previously added by you or
by arrangement made by the same entity you are acting on behalf of, you may not add another; but you
may replace the old one, on explicit permission from the previous publisher that added the old one.
The author(s) and publisher(s) of the Document do not by this License give permission to use their
names for publicity for or to assert or imply endorsement of any Modified Version.
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You may combine the Document with other documents released under this License, under the terms
defined in section 4 above for modified versions, provided that you include in the combination all of the
Invariant Sections of all of the original documents, unmodified, and list them all as Invariant Sections of
your combined work in its license notice, and that you preserve all their Warranty Disclaimers.
The combined work need only contain one copy of this License, and multiple identical Invariant
Sections may be replaced with a single copy. If there are multiple Invariant Sections with the same name
but different contents, make the title of each such section unique by adding at the end of it, in parentheses,
the name of the original author or publisher of that section if known, or else a unique number. Make the
same adjustment to the section titles in the list of Invariant Sections in the license notice of the combined
work.
In the combination, you must combine any sections Entitled “History” in the various original docu-
ments, forming one section Entitled “History”; likewise combine any sections Entitled “Acknowledge-
ments”, and any sections Entitled “Dedications”. You must delete all sections Entitled “Endorsements”.
D.7. COLLECTIONS OF DOCUMENTS
You may make a collection consisting of the Document and other documents released under this
License, and replace the individual copies of this License in the various documents with a single copy
that is included in the collection, provided that you follow the rules of this License for verbatim copying
of each of the documents in all other respects.
You may extract a single document from such a collection, and distribute it individually under this
License, provided you insert a copy of this License into the extracted document, and follow this License
in all other respects regarding verbatim copying of that document.
D.8. AGGREGATION WITH INDEPENDENT WORKS
A compilation of the Document or its derivatives with other separate and independent documents or
works, in or on a volume of a storage or distribution medium, is called an “aggregate” if the copyright
resulting from the compilation is not used to limit the legal rights of the compilation’s users beyond what
the individual works permit. When the Document is included in an aggregate, this License does not apply
to the other works in the aggregate which are not themselves derivative works of the Document.
If the Cover Text requirement of section 4 is applicable to these copies of the Document, then if
the Document is less than one half of the entire aggregate, the Document’s Cover Texts may be placed
on covers that bracket the Document within the aggregate, or the electronic equivalent of covers if the
Document is in electronic form. Otherwise they must appear on printed covers that bracket the whole
aggregate.
D.9. TRANSLATION
Translation is considered a kind of modification, so you may distribute translations of the Document
under the terms of section 5. Replacing Invariant Sections with translations requires special permission
from their copyright holders, but you may include translations of some or all Invariant Sections in addi-
tion to the original versions of these Invariant Sections. You may include a translation of this License,
and all the license notices in the Document, and any Warranty Disclaimers, provided that you also inclu-
de the original English version of this License and the original versions of those notices and disclaimers.
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In case of a disagreement between the translation and the original version of this License or a notice or
disclaimer, the original version will prevail.
If a section in the Document is Entitled “Acknowledgements”, “Dedications”, or “History”, the
requirement (section 5) to Preserve its Title (section 2) will typically require changing the actual title.
D.10. TERMINATION
You may not copy, modify, sublicense, or distribute the Document except as expressly provided
under this License. Any attempt otherwise to copy, modify, sublicense, or distribute it is void, and will
automatically terminate your rights under this License.
However, if you cease all violation of this License, then your license from a particular copyright hol-
der is reinstated (a) provisionally, unless and until the copyright holder explicitly and finally terminates
your license, and (b) permanently, if the copyright holder fails to notify you of the violation by some
reasonable means prior to 60 days after the cessation.
Moreover, your license from a particular copyright holder is reinstated permanently if the copyright
holder notifies you of the violation by some reasonable means, this is the first time you have received
notice of violation of this License (for any work) from that copyright holder, and you cure the violation
prior to 30 days after your receipt of the notice.
Termination of your rights under this section does not terminate the licenses of parties who have
received copies or rights from you under this License. If your rights have been terminated and not
permanently reinstated, receipt of a copy of some or all of the same material does not give you any
rights to use it.
D.11. FUTURE REVISIONS OF THIS LICENSE
The Free Software Foundation may publish new, revised versions of the GNU Free Documentation
License from time to time. Such new versions will be similar in spirit to the present version, but may
differ in detail to address new problems or concerns. See http://www.gnu.org/copyleft/.
Each version of the License is given a distinguishing version number. If the Document specifies that
a particular numbered version of this License “or any later version” applies to it, you have the option of
following the terms and conditions either of that specified version or of any later version that has been
published (not as a draft) by the Free Software Foundation. If the Document does not specify a version
number of this License, you may choose any version ever published (not as a draft) by the Free Software
Foundation. If the Document specifies that a proxy can decide which future versions of this License can
be used, that proxy’s public statement of acceptance of a version permanently authorizes you to choose
that version for the Document.
D.12. RELICENSING
“Massive Multiauthor Collaboration Site” (or “MMC Site”) means any World Wide Web server that
publishes copyrightable works and also provides prominent facilities for anybody to edit those works. A
public wiki that anybody can edit is an example of such a server. A “Massive Multiauthor Collaboration”
(or “MMC”) contained in the site means any set of copyrightable works thus published on the MMC
site.
“CC-BY-SA” means the Creative Commons Attribution-Share Alike 3.0 license published by Crea-
tive Commons Corporation, a not-for-profit corporation with a principal place of business in San Fran-
cisco, California, as well as future copyleft versions of that license published by that same organization.
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“Incorporate” means to publish or republish a Document, in whole or in part, as part of another
Document.
An MMC is “eligible for relicensing” if it is licensed under this License, and if all works that were
first published under this License somewhere other than this MMC, and subsequently incorporated in
whole or in part into the MMC, (1) had no cover texts or invariant sections, and (2) were thus incorpo-
rated prior to November 1, 2008.
The operator of an MMC Site may republish an MMC contained in the site under CC-BY-SA on the
same site at any time before August 1, 2009, provided the MMC is eligible for relicensing.
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