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Työssä käsitellään autentikointi- ja salausalgoritmien suoritusarvoja. Tavoitteena on 
löytää suoritusarvoiltaan parhaat algoritmit sekä salaukseen, että autentikointiin, kun 
rajoittavana tekijänä ovat kohdelaitteen pienet muistiresurssit. Opinnäytetyön 
toimeksiantaja oli Teleste Oyj, joka tarjosi testiympäristöksi kaksi mikropiiriä, joita se 
käyttää laitteissaan. Mittauksissa tuli ottaa huomioon Telesten tiedonsiirrossa 
käyttämät datapakettien kokoluokat sekä prosessorien pienet resurssit flash- ja RAM-
muistissa. 
Työn toteutus aloitettiin valitsemalla ohjelmointialustaksi AtollicTrueStudio, sekä 
ohjelmointikieleksi C. Työssä käytettävät algorimit löytyvät ST-microelectronicsin 
tarjoamasta krypto-kirjastosta sekä opensource-kirjastoista. Työn toteuttaminen vaati 
kunnollista perehtymistä sulautettujen järjestelmien työympäristöön sekä tutustumista 
salaus ja autentikointi menetelmiin. 
Autentikointia ja salausta koskevia tutkimuksia on tehty aikaisemminkin, mutta tämä 
tutkimus eroaa niistä kuitenkin siten, että itse algoritmien toiminta ei ole työssä 
keskeistä, vaan sen sijaan niiden suorittamiseen vaadittavien resurssien 
kartoittaminen. 
Luvussa kaksi käydään läpi mittauksia varten tehtyä pohjatyötä. Autentikointia ja 
salausta avataan sekä kaikki tutkimuksessa käytetyt työkalut esitellään. Kolmannessa 
luvussa käydään läpi itse käytännön toteutusta. Metodit, miten suoritusarvot mitattiin, 
esitellään yksitellen. Myös mittauksissa ilmenneet ongelmat tuodaan esille sekä niihin 
löytyneet ratkaisut. Neljännessä luvussa esitellään työssä saadut mittaustulokset. 
Tämän lisäksi pohditaan, mitä niistä voidaan päätellä, ja valitaan parhaat algoritmit 
mittaustuloksiin vedoten. Viimeisessä kappaleessa mietitään tavoitteiden onnistumista 
sekä sitä, mihin niitä voidaan tulevaisuudessa käyttää. 
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2 ALUSTAVA TUTKIMUS 
Työ vaati alkaakseen kattavaa tutkimustyötä siitä, miten ohjelmointi ja testaukset tulisi 
suorittaa. Salaus ja autentikointi ovat tärkeä osa-alue tietotekniikasta, ja ensimmäinen 
vaihe oli selvittää, miten ne ohjelmointi maailmassa toimivat. Teleste pyysi, että 
tutkimukseen sisällytetään tiettyjä algoritmeja. Salauksen osalta nämä olivat AES, 
DES, TDES ja XXTEA. Autentikoinnin puolelta taas MD5 ja SHA1. Tämän lisäksi 
mittauksiin voitiin lisätä parhaaksi nähtävät algoritmit, jos sellaisia löytyisi. 
Työssä käytettävien työkalujen valitseminen vaati tutustumista sulautettujen 
järjestelmien työympäristöön. Aluksi oli valittava alusta, jolla itse ohjelmointi 
toteutettaisiin, sekä kirjastot, jotka sisältäisivät itse algoritmit. Myös kohteena oleviin 
mikropiireihin tutustuminen oli tarpeellista, jotta itse ohjelmointi levyille onnistuisi. 
2.1 Autentikointi 
Autentikoinnilla tarkoitetaan todennusta. Ohjelmointi ympäristössä se tarkoittaa yleensä 
käyttäjän aitouden tunnistamista. Tunnistamiseen käytettäviä metodeja on paljon 
erilaisia, mutta metodit itsessään eivät olleet työn kannalta merkityksellisiä. Oleellista 
oli tutkia tunnistamisessa käytettäviä algoritmeja. 
Perusperiaate autentikoinnissa käytettäville algoritmeille on datan muuttaminen tietyn 
kokoiseen tiivisteeseen. Täsmälleen sama data tuottaa saman tuloksen, mutta mikä 
tahansa muutos tuottaa täysin erilaisen lopputuloksen. Datan muuttaminen 
alkuperäiseen muotoon on myös mahdotonta ja ainoa tapa selvittää alkuperäinen tulos 
on kokeilemalla, joka vaatii valtavasti laskentatehoa riippuen algoritmista. 
(Economictimes, 2017.) 
2.1.1 Autentikointialgoritmit 
Teleste pyysi sisällyttämään mittauksiin ainakin algoritmit MD5 ja SHA1. Mittauksiin 
lisättiin myös SHA-2 algoritmin eri versiot SHA256 ja SHA512, sillä niistä sai hyviä 




MD5 on message-digest-algoritmi, jonka alkuperäinen käyttötarkoitus oli 
kryptografiassa. Nykypäivänä sen katsotaan olevan kuitenkin jokseenkin helposti 
murrettavissa, joten sitä käytetään enää pääasiassa tiedostojen tarkistus summana 
(Wikipedia 2017). 
MD5-algoritmi toimii samalla periaatteella kuin useimmat muutkin autentikointi 
algoritmit. Funktio ottaa sisäänsä dataa, jonka se sitten muuntaa 128-bittisen pituiseen 
tiivisteeseen.  Prosessoidusta muodosta on mahdotonta päätellä alkuperäistä sisältöä, 
eikä tiivistettä voida kääntää vastakkaisprosessilla alkuperäiseen muotoon (Wikipedia 
2017). Kuva 1 on esimerkki MD5-algoritmin tiivisteestä sanasta auto. 
 
Kuva 1. Esimerkki MD5-tiivisteestä (onlinemd5, 2017). 
SHA 
SHA, eli Secure-Hash-Algorithms, koostuu joukosta hash-algoritmeja. Algoritmit 
jaetaan neljään perheeseen, SHA-0, SHA-1, SHA-2 ja SHA-3. Tässä tutkimuksessa 
otetaan kuitenkin vain SHA-1 ja SHA-2 perheiden algoritmit mukaan tutkimukseen 
(Wikipedia 2017). 
SHA-algoritmien toiminta on hyvin samankaltainen kuin MD5-algoritmin. Funktio ottaa 
sisäänsä dataa, jonka algoritmi muuntaa tiivisteeseen, jonka koko riippuu käytettävän 
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algoritmin versiosta. SHA-1-algoritmin tiiviste on 160 b:n pituinen, kun taas SHA-2-
algoritmin tiiviste voi olla 224, 256, 384 tai 512 b:n pituinen (Wikipedia 2017). Kuvassa 
2 SHA algoritmien eroja. 
 
Kuva 2. SHA-perheet (Wikipedia, 2017). 
Kaikki SHA-algoritmit käyttävät one-way-compression-funktiota data muunnoksessa. 
Compression funktio yhdistää iteroimalla kaksi datalohkoa yhdeksi. Muuntokierroksia 
tehdään 64 tai 80 riippuen käytetystä algoritmin versiosta. 
SHA-algoritmeja voidaan käyttää myös muuallakin kuin kryptografiassa. Kuten MD5, 
myös SHA on hyvä algoritmi tarkistussumman tekemiseen. Tarkistussummaa voidaan 
käyttää esimerkiksi etsimään korrupoitunutta dataa. Kuten MD5, myös SHA-
algoritmeilla on ominaista, että mikä tahansa muutos alkuperäisessä datassa antaa 
täysin erilaisen syötteen. Jos alkuperäinen data on muuttunut, on myös siitä laskettava 
tarkistussumma eri. Jos siis alkuperäisen tiedoston tarkistussumma on muu kuin 
lopullisen, on tiedosto muuttunut jollakin tapaa. Esimerkiksi Git käyttää SHA-1 




Salauksella tarkoitetaan datan muuttamista tulkitsemattomaan muotoon. Erona 
autentikointi algoritmeihin on kuitenkin se, että salatun muodon voi kääntää takaisin 
alkuperäiseen. Tähän käytetään niin sanottua avainta, jonka sekä salaaja, että purkaja 
tietävät. (bu, 2017.) 
2.2.1 Salausalgoritmit 
Teleste pyysi, että mittauksiin sisällytetään ainakin AES-, DES-, TDES-, ja XXTEA-
algoritmit. Tämän lisäksi mukaan otettiin kaikki AES-algoritmin eri versiot, jotta 
saataisiin monipuolisempi tutkimus. 
AES 
AES (Advanced Encryption Standard) on nykymaailman eniten käytetty lohkosalaus 
algoritmi, jolla voidaan salata elektronista dataa. AES on seuraaja DES algoritmille, 
sillä se on nopeampi ja vaikeampi murtaa. Se käyttää 16 tavun data lohkoja ja sillä on 
kolme eri kokoista avainta 128, 192 ja 256-bittiä. Avainta käytetään itse salaus 
prosessissa ja vain sillä voi salatun datan kääntää takaisin alkuperäiseen muotoonsa. 
AES muodostaa datalohkoista ja avaimesta matriisit, jonka jälkeen se tekee neljä 
erilaista muutosprosessia matriiseihin. Alla oleva kuva 2 on yksi operaatio neljästä. 
Avaimen koko myös määrää montako kierrosta salausta tehdään. 128-bitin avain on 10 




Kuva 3. Yksi salaus operaatio neljästä (Wikipedia, 2017). 
DES 
DES (Data encrypt standard) on 1970-luvulla kehitetty lohkosalausalgoritmi. 
Nykypäivänä sen ajatellaan olevan jokseenkin turvaton, sillä siihen on kehitetty 
menetelmiä, jolla se voidaan murtaa jo muutamissa tunneissa. DES toimii siten, että se 
ottaa 64-bitin pituisen lohkon dataa, puolittaa sen ja muuntaa sen avaimen kanssa 
monimutkaisten operaatioiden avulla toiseen yhtä pitkään lohkoon. Avain on 64 b:n 
pituinen, ja sen tietävät sekä salaaja, että purkaja. Lohkon purkaminen alkuperäiseen 
muotoon tapahtuu käänteisellä prosessilla. (Tutorialspoint, 2017.) 
 
TDES 
TDES on seuraaja DES algoritmille. Se kehitettiin alun perin siksi, että DESin ajateltiin 
olevan turvaton nykyajan laitteille. Toimintaperiaatteeltaan se on kuitenkin hyvin 
samanlainen, mutta avaimen koko on 192-bittiä. Salausoperaatiossa avain on jaettu 3 
osaan ja salausoperaatioita suoritettaan 3 peräkkäin jokaisen eri avaimen palan 
kanssa. TDES on vielä tänä päivänä käytössä joissakin laitteissa, mutta sen hitaan 




XXTEA suunniteltiin alun perin korvaamaan edeltäjänsä BlockTEA-algoritmin 
heikkoudet. Se käyttää salauksessaan bittioperaatioita, joissa satunnaisten bittien 
paikkaa vaihdetaan. XXTEA on lohkosalaus algoritmi, jonka lohkot ovat 32 b:n 
kokoisia. Se vaatii kuitenkin toimiakseen vähintään kaksi lohkoa, eli yhteensä 64 bittiä. 
syötteen pituus määrää montako salaus kierrosta tehdään. Minimi on 6 kierrosta ja 
maksimi 32 (Wikipedia, 2017). Tästä johtuen salaus on parempi silloin, kun syötteen 




Kuva 4. XXTEA-algoritmin bittioperaatiot (Wikipedia, 2017). 
XXTEAN vahvuus on itse algoritmin pieni koko. Se mahdollistaa sen, että RAM muistia 
ei kulu paljoa prosessoidessa algoritmia. Sulautetussa ympäristössä resurssit ovat 
usein tärkeä valintakriteeri, ja siksi kyseinen algoritmi otettiinkin tähän tutkimukseen 
mukaan. 
2.3 IDE 
Alusta, jonka päällä ohjelmointi toteutettiin, oli valittava monista vaihtoehdoista. 
Parhaiksi vaihtoehdoiksi valikoitui AtollicTruestudio, Mkeil sekä Xcube, joista lopuksi 
kokeilun jälkeen atollic osoittautui ominaisuuksiltaan parhaaksi. Alustassa oli kattava 
tuki eri mikropiireille, sekä hyvät työkalut tutkimaan itse ohjelman suorittamista. Osa 
työkaluista oli kuitenkin maksullisen version takana, mutta Atollic tarjosi viikon ilmaisen 
kokeilun maksullisiin ominaisuuksiin, jos oli tarvetta. 
2.4 Kirjastot 
Algoritmit sisältävien kirjastojen valinta oli oma prosessinsa. Suurin osa työssä 
käytetyistä algoritmeista löytyy STmicroelectronicsin tarjoamasta krypto-kirjastosta, 
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mutta esimerkiksi XXTEA-algoritmi on erillisestä opensource-kirjastosta. Kirjastojen 
käyttämisen oppiminen vaati myös oman aikansa, jotta itse algoritmeja osasi käyttää 




Testikäytössä oli kaksi ST-microelectronicsin valmistamaa mikropiiriä STM32F407 ja 
STM32F100. Piireissä olevia prosessoreja käytetään Telesten laitteissa, joten ne olivat 
ideaalinen testiympäristö. Molemmat prosessorit ovat suhteellisen pieniä 
resursseiltaan. STM32F407-levyn prosessorin kellotaajuus on 168 Mhz, ja siinä 
on1024 kt flash-muistia, sekä RAM-muisti klmessa palassa, 128kt, 64kt ja 16kt. 
STM32F100-levyn prosessori on vain 24 Mhz. Flash-muistia siinä on 128 kt ja RAM-
muistia 16kt. (ST-microelectronics, 2017.) Molempien mikropiirien kohdalla joutui aluksi 
tekemään pohjatyötä, sillä piireistä tuli valita mitä ominaisuuksia käytetään ja miten. 
Alapuolella oleva kuva 5, on työssä käytetty STM32F407-levy. 
 
Kuva 5. Kuva työssä käytetystä STM32F407-levystä. 
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3 KÄYTÄNNON TOTEUTUS 
3.1 Työkalujen käyttö 
Työkalujen käyttäminen halutulla tavalla tuotti ongelmia. Tämä johtui pääasiassa siitä, 
että työhön valitut ohjelmat ja kirjastot eivät toimineet täydellisesti. AtollicTrueStudio on 
vielä verrattain uusi sulautettujen alusta, joten siitä löytyi yllättävän paljon uusia ja jo 
tiedossa olevia virheitä. Myös ongelmat kirjastojen kanssa tuottivat ylimääräistä vaivaa 
mutta mitään ylipääsemätöntä ei ilmennyt.  
3.1.1 Alusta ja kirjastot 
AtollicTrueStudio valikoitui alustaksi lähinnä siksi, että siinä oli kattava tuki työssä 
käytettäville mikropiireille. Alustalla oli paljon esimerkkejä, miten ohjelmoida ja ajaa 
koodia prosessoreilla. Mittausten aloittamista hidastivat kuitenkin alustan omat 
ohjelmointi virheet. 
Ensimmäinen ongelma ilmeni jo esivalmisteluissa ennen itse ohjelmointia. Osa 
kirjastoista, joita käytettiin, toimitettiin binaari-tiedostoina. Ensimmäinen vaihe oli siis 
kääntää ne. Kirjastojen linkittäminen kääntäjälle automaattisesti tuotti ongelmia, jotka 
saatiin korjattua linkittämällä kaikki manuaalisesti. Itse kääntäminen ei kuitenkaan 
aluksi onnistunut, sillä kääntäjä oli eri, kuin se millä binaari-tiedostot oli alun perin 
käännetty. Ongelma ratkesi, kun kirjastot vaihdettiin saman kääntäjän kääntämiin 
tiedostoihin. 
Suurin ongelma kirjastojen kanssa tuli esiin, kun eri algoritmeja testattiin. Piirin 
valmistajan toimittamassa krypto-kirjastossa oli virhe, joka aiheutti ongelmia tiettyjen 
prosessorisarjojen kanssa. Kirjasto oli vielä niin uusi, että ongelmasta ei löytynyt 
juurikaan tietoa. Lopuksi ongelma ratkesi, kun nettifoorumilta community.st.com löytyi 
samanlainen tapaus ja siihen ratkaisu. Ongelma saatiin korjattua mutta se viivästytti 




Virheenkorjaus, eli yleisemmin tunnettuna debuggaus, muodostui ongelmaksi. 
Alkuperäisenä suunnitelmana oli käyttää atollicin omia työkaluja, jotka näyttivät 
tarvittavat asiat helposti monitoroituna. Suurin osa halutuista työkaluista oli kuitenkin 
vain maksullisessa versiossa, joten koodin tutkimiseen joutui käyttämään alustan omaa 
debuggeria. Debuggerissa oli kuitenkin ohjelmointivirhe, joka aiheutti ongelmia 
ohjelman pysäytyspisteiden käytön kanssa. Ohjelman pysäyttäminen ja analysoiminen, 
oli kuitenkin pakollista tuloksien saamiseksi, joten ongelman kanssa oli pakko tulla 
toimeen. Tämä kuitenkin aiheutti ylimääräistä työtä, sillä debuggerin ongelma aiheutti 
projektin uudelleen luomista muutamaan otteeseen. 
3.2 Ohjelmointi 
Ohjelmoinnin kannalta työ ei ollut kovinkaan hankala. Kun ensimmäisen algoritmin sai 
toimimaan halutulla tavalla, oli muut helppo toteuttaen samalla tavalla. Perustuntemus 
C-kielen ohjelmoinnista riitti koodaukseen hyvin. Suurin työ oli kuitenkin toteuttaa kaikki 
mittaukset, sillä algoritmeja oli monta, sekä jokainen algoritmi piti testata viidellä 
erikokoisella datapaketilla. Tämän lisäksi kaikki mittaukset tuli tehdä molemmilla 
prosessoreilla. 
Yksi ongelma oli suoritettujen mittausten tulosten saaminen piiriltä. Reaaliaikainen 
ohjelman tutkiminen ei ollut helppoa Atollicin Ilmaisella versiolla, sillä kaikki siihen 
tehdyt työkalut olivat maksullisen lisenssin takan. Yksi vaihtoehto olisi ollut oman 
ohjelman tekeminen, joka olisi lähettänyt USB-kaapelin kautta tarvittavat tiedot. Se olisi 
ollut kuitenkin turhan haasteellinen toteuttaa. Lopulta päädyttiin toteuttamaan 
mittaukset kääntäjän oman debuggerin avulla, sekä flash ja RAM-muistin saamiseksi 
käytettiin Atollicin maksullisten ominaisuuksien viikon mittaista ilmaista kokeilujaksoa. 
 
3.2.1 Testiohjelma 
Kaikkien algoritmien mittaamisessa käytettiin hyvin toistensa kaltaista ratkaisua. 
Ohjelma ottaa sisäänsä annetun kokoisen datapaketin ja prosessoi sen halutulla 
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algoritmilla. Tämän jälkeen se syöttää algoritmilla prosessoidun datan ulos. Ainoa asia, 
jota piti vaihtaa, oli sisään menevän datapaketin koko. Itse ohjelman rakennetta ei 
muuttanut juuri lainkaan se kumpi prosessori oli kyseessä. Kuvassa 6 on toteutus 
MD5-algoritmin suorittamisesta. 
 
Kuva 6. Esimerkki tyypillisestä toteutuksesta. 
3.2.2 Suoritusaika 
Algoritmien suoritusaikojen mittaamiseen käytettiin ARM-prosessorin omaa sykli-
laskuria. Laskuri laitettiin alkamaan juuri ennen funktiota joka prosessoi datan ja 
lopetettiin välittömästi tämän jälkeen. Tällä tapaa kerättiin kaikkien algoritmien 
suoritusajat molemmilta prosessoreilta sekä kaiken kokoisilla datapaketeilla mitattuna. 
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Tuloksista muodostettiin taulukko, johon listattiin sekä prosessorin syklit ja niistä 
muunnetut millisekunnit. Muunnos oli helppo, sillä ytimen kellotaajuus oli tiedossa 
molemmista prosessoreista. Mittauksissa tuli myös ottaa huomioon, että ohjelmassa ei 
ollut päällä mitään mahdollisia keskeytyksiä, jotka voisivat vääristää suoritusaikoja. 
Tulokset varmistettiin vielä siten, että suoritusfunktiota kerrottiin tarpeeksi isolla luvulla, 
jotta suoritusajaksi muodostui sekunteja. Suoritusaika otettiin ylös sekuntikellolla ja 
verrattiin sitä sitten syklien määrään. Tämä mahdollisti sen, että pystyttiin helposti 
laskemaan, täsmäsivätkö saadut syklit prosessorin kellotaajuuteen. Tämä oli 
merkittävää tulosten kannalta, sillä molempien prosessorien tuli käydä maksimiteholla, 
jotta tulokset vastaisivat Telesten laitteiden prosessoreita. 
 
3.2.3 Flash-muisti 
AtollicTrueStudio tarjosi Build Analyzer-nimisen työkalun, jolla sai käytetyn flash-
muistin määrän selville. Se kuitenkin vaati maksullisen version, joten Atollicin tarjoama 




Kuva 7. Esimerkki muistin käytöstä Build Analyzerin käyttöliittymästä. 
Käytetty flash-muisti vaihtelee sen mukaan, miten iso itse ohjelma on ja millaista 
optimointia kääntäjä käyttää. Usein sulautetussa ympäristössä käytetään kääntäjässä 
optimointia, sillä se poistaa kaiken turhan koodista. Telesten kanssa käytyjen 
keskustelujen jälkeen tultiin kuitenkin siihen tulokseen, että optimointia ei tarvittu. 
3.2.4 RAM-muisti ja pinon käyttö 
RAM-muistin käyttö oli vaikeampi saada selville, sillä pino sijaitsee siinä. Pinon kokoon 
vaikuttaa kuitenkin ohjelman hetkellinen suoritus, joten pysyvä RAM ja pino tuli mitata 
erikseen. RAM-muistin käytön sai selville samaisella työkalulla kuin flashinkin, Katso 
kuva 8. 
 
Kuva 8. Muistien yksityiskohtainen näkymä Build Analyzerissa. 
Työkalulla pystyi mittaamaan myös pinon käytön, mutta pino mitattiin myös perinteisin 
keinoin. Prosessorin muistirekisteristä selvisi missä pino sijaitsee. Mittaukset 
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tapahtuivat siten, että pinon arvo otettiin ylös ennen haluttua kohtaa ja jälkeen, jolloin 





Tutkimuksen tavoitteena oli löytää parhaat algoritmit sekä autentikointiin että 
salaukseen. Valintaprosessissa tuli ottaa huomioon algoritmien suoritusarvot sekä 
niiden salauksien vahvuus. Kaikista tutkimuksessa saaduista suoritusarvoista 
muodostettiin taulukko, johon kerättiin kaikkien algoritmien prosessointiaika sekä 
prosessorin sykleinä, että millisekunteiksi muunnettuna. Tämän lisäksi ylös otettiin 
kunkin algoritmin viemä flash ja RAM-muisti sekä pinon koko pahimpina ruuhka-
aikoina. Kaikki mittaukset toteutettiin molempien mikropiirien kanssa, sekä kaikki 
tulokset mitattiin kaikilla viidellä eri datapakettikoolla. 
 
4.1.1 STM32F407 
Taulukossa 1, 2 ja 3 on ST32F407-piirillä mitatut prosessointiajat. Jokainen algoritmi 
on mitattu jokaisella eri pakettikokoluokalla, sekä salauksessa on erikseen mitattu 
salaus ja purkaminen. Salausta on merkitty kirjaimella E, ja purkua kirjaimella D. 




Taulukko 2. Prosessointiaika millisekunteina. 
 





Taulukoissa 4, 5 ja 6 ovat STM32F100-piirillä mitatut suoritusarvot.  
Taulukko 4. Suoritusajat sykleinä. 
 




Taulukko 6. Muistin käyttö STM32F100-piirillä 
 
4.1.3 Johtopäätökset mittaustuloksista 
Alusta asti oli selvää, että STM32F407-piirillä mitatut suoritusarvot olisivat nopeammat 
mitä STM32F100-piirillä saatavat tulokset. F4-levyllä käytetty prosessori oli 168 MHz, 
eli noin 6 kerta nopeampi kuin F100-piirin prosessorin kellotaajuus 24 MHz. Tämän 
takia suoritusajat ovat karkeasti 6 kertaa pienemmät. 
Taulukoista voidaan lukea, että kaikki suoritusajat pysyvät alle 30-millisekunnin, 
riippumatta algoritmista tai pakettikoosta. Se onko 30-millisekuntia liian suuri aika, on 
mahdotonta sanoa tuntematta itse käyttökohdetta. Tutkimusta lähdettiin tekemään sillä 
olettamuksella, että itse mittauksissa saatujen tuloksien kelvollisuutta ei tarvitse 
määrittää, vaan Teleste hoitaa sen osuuden. 
Tuloksista voidaan kuitenkin eritellä hitaammat ja nopeammat algoritmit. Esimerkiksi 
autentikoinnin osalta voidaan todeta, että MD5-algoritmi on aavistuksen nopeampi kuin 
SHA-1. SHA-1 on kuitenkin salaukseltaan vahvempi kuin MD5, joten algoritmin 
käyttötarkoitus tulee ottaa huomioon tehdessä valintoja. 
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Mittauksissa on mukana myös SHA-algoritmin versiot 256, ja 512 joiden salaus on 
huomattavasti vahvempi. Algoritmien prosessointiajat nousevat kuitenkin merkittävästi, 
joten tämä tulee huomioida, jos käyttökohteena on heikkotehoinen prosessori. 
Salausalgoritmien osalta oli jokseenkin selvää, että esimerkiksi DES on muita selvästi 
hitaampi. Tämä johtuu siitä, että kyseinen algoritmi on kehitetty muita paljon 
aikaisemmin. DES on myös kohtalaisen helposti murrettavissa nykypäivänä, joten 
mittauksiin sisällytettiin myös DESin uudempi versio TDES. Mittaustuloksista voidaan 
kuitenkin todeta, että TDESin prosessointiaika on algoritmin vanhasta teknologiasta 
johtuen hidas. 
Tuloksista voidaan myös päätellä, että AES ja XXTEA ovat selvästi parhaat salaus 
algoritmit suoritusarvoiltaan. AESin etuna on kuitenkin se, että se tarjoaa useamman 
eri version sen mukaan, miten vahva salaus tarvitaan. Merkittävää tuloksissa on se, 
että prosessointiaika ei kasva juurikaan salausta vahvennettaessa. 
Flash ja RAM-muistin käyttö kerättiin omaksi taulukoksi. RAM-muistissa sijaitsevan 
pinon käyttö on ilmoitettu pienimmän ja isoimman paketin raja-arvoilla, sillä pinon koko 
kasvoi lineaarisesti pakettikokoa kasvatettaessa. Kuten suoritusaikojenkin 
tulkitseminen, myös flash- ja RAM-muistin sopivan käytön arvioiminen on mahdotonta 
ilman, että tuntee kohdelaitteen muun ohjelmiston resurssivaatimuksia. Sen verran 
tuloksista pystyy kuitenkin sanomaan, että mitatut arvot näyttivät vievän vain muutamia 










Tässä opinnäytetyössä tutkittiin autentikointi- ja salausalgoritmien suoritusarvoja. 
Tavoitteena oli löytää suoritusarvoiltaan sopivat algoritmit Telesten laitteille. 
Testauksessa käytettiin alustana kahta mikropiiriä STM32F407 ja STM32F100, joiden 
prosessoreja Teleste käyttää laitteissaan. 
Opinnäytetyön tuloksena syntyi taulukko, joka sisältää autentikointi- ja 
salausalgoritmien suoritusaikoja sekä flash- ja RAM-muistin käytön. Mittaustuloksista 
voidaan muu muossa todeta, kuinka raskas mikäkin algoritmi on. Parhaaksi algoritmiksi 
autentikoinnin osalta valikoitui MD5, joka on lähes puolet nopeampi kuin salaukseltaan 
vastaava SHA-1. Salausalgoritmeista selvästi tehokkaimmaksi osoittautui AES, jonka 
128-bittinen versio oli merkittävästi nopeampi kuin salaukseltaan vastaavat XXTEA tai 
DTES. Taulukosta nähdään myös se, paljonko muistiresursseja vaaditaan. Mittauksia 
voidaan käyttää apuna valittaessa sopivaa algoritmia salaukseen tai autentikointiin, jos 
algoritmien suoritusarvot ovat merkityksellisiä prosessoreiden kannalta. 
Tutkimuksesta olisi voinut tehdä paljon kattavamman lisäämällä siihen enemmän 
salauksessa ja autentikoinnissa käytettäviä algoritmeja. Tähän tutkimukseen päätettiin 
ottaa kuitenkin vain yleisimmät algoritmit mukaan, jotta mittaukset eivät olisi paisuneet 
liian suuriksi. Jos tulevaisuudessa kuitenkin on tarvetta testata muita algoritmeja, on ne 
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