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Abstract
In the standard Java implementation a Java language program is compiled to
Java bytecode and this bytecode is then interpreted by the Java Virtual Machine
Since bytecode may be written by hand or corrupted during network transmission
the Java Virtual Machine contains a bytecode verier that performs a number of
consistency checks before code is interpreted As onestep towards a formal speci
cation of the verier we describe a precise specication of a subset of the bytecode
language dealing with object creation and initialization
 Introduction
The Java programming language is a staticallytyped generalpurpose pro
gramming language with an implementation architecture that is designed to
facilitate transmission of compiled code across a network In the standard
implementation a Java language program is compiled to Java bytecode and
this bytecode is then interpreted by the Java Virtual Machine The interme
diate bytecode language which we refer to as JVML is a typed machine
independent form of assembly language with some lowlevel instructions that
reect specic highlevel Java source language constructs For example classes
are a basic notion in JVML Since bytecode may be written by hand or
corrupted during network transmission the Java Virtual Machine contains a
bytecode verier that performs a number of consistency checks before code is
interpreted This protects the receiver from certain security risks and various
forms of attack
In this summary we describe a specication for a fragment of the bytecode
language that includes object creation allocation of memory and initializa
tion in terms of a type system This work is based on a prior study of the
c
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bytecodes for local subroutine call and return 	

 Object Initialization
As in many other objectoriented languages the Java implementation creates
new objects in two steps The rst step is to allocate space for the object This
usually requires some environment specic operation to obtain an appropriate
region of memory In the second step userdened code is executed to initialize
the object In Java the user initialization code is provided by a constructor
dened in the class of the object Only after both of these steps are completed
can a method be invoked on an object
In the Java source language allocation and initialization are combined into
a single statement This is illustrated in the following code fragment
Point p  new Point
pPrint
Since every Java object is created by a statement like the one in the rst line
here it does not seem dicult to prevent Java source language programs from
invoking methods on objects that have not been initialized
It is much more dicult to recognize initializationbeforeuse in bytecode
This can be seen by looking at the ve lines of bytecode that are produced by
compiling the two lines of source code above
 new 	 
Class Point
 dup
 iconst
 invokespecial 	 
Method Pointint
 invokevirtual 	 
Method void Print
The most striking dierence is that memory allocation line  is separated
from the constructor invocation line  by two lines of code The rst inter
vening line dup duplicates the pointer to the uninitialized object This line
is needed due to the calling convention of the Java Virtual Machine The sec
ond line iconst  pushes the constructor argument  onto the stack If the
constructor arguments for more complicated many more lines of code would
appear between lines  and 
Since pointers may be duplicated as above and there may be more than
one uninitialized object present at any time some form of aliasing analysis
must be used Suns Java Virtual Machine Specication 
 describes the alias
analysis used by the Suns JDK verier For each line of the bytecode program
some status information is recorded for every local variable and stack location
When a location points to an object that is not known to be initialized in
all executions reaching this statement the status will include not only the
property uninitialized but also the line number on which the uninitialized
object would have been created As references are duplicated on the stack
and stored and loaded in the local variables the analysis also duplicates these
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Fig  Static semantics
line numbers All references having the same line number are assumed to refer
to the same object When an object is initialized all pointers that refer to
objects created at the same line number are set to initialized In other words
all references to objects of a certain type are partitioned into equivalence
classes according to what is statically known about each reference
Since our approach is type based the status information associated with
each reference for the alias analysis is recorded as part of its type
 JVML
i
Our study uses JVML
i
 an idealized subset of JVML encompassing basic con
structs and object initialization This section introduces JVML
i
and describes
the typing rules performing the alias analysis described in the previous sec
tion In this summary we present only those instructions related to object
initialization
new  allocates a new uninitialized object of type 
init  initializes a previously uninitialized object of type  This represents
calling the constructor of an object
use  performs an operation on an initialized object of type  This corre
sponds to several operations in JVML including method invocation in
vokevirtual accessing an instance eld putfieldgetfield etc
 Typing Rules
A program is represented by an array of instructions A program P is well
typed if there exist F and S such that
F  S  P 
where F is a vector of functions mapping local variables to types such that
F
i
y
 is the type of local variable y at line i of a program Likewise S is a
vector of stack types such that S
i
is the type of the operand stack at location

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i of the program The judgment which allows us to conclude that a program
P is well typed by F and S is
wt prog
F

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S

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where F
Top
is a function mapping all variables to Top the type of unusable
values The rst two lines of wt prog constrain the initial conditions for
the programs execution The third line requires that each instruction in the
program is well typed according to local judgments for each instruction The
rules for those instructions dealing with object initialization are presented
in Figure  where  is some object type and 
i
is the type given to an
uninitialized object of type  allocated on line i of P  A soundness result is
stated and discussed in the full version of this paper
 Discussion
Given the need to guarantee type safety for mobile Java code developing
correct type checking and analysis techniques for JVML is crucial We have
built on the previous work of Stata and Abadi to develop such a specication
by formulating a sound type system for object initialization Although our
model is still rather abstract it has already proved eective as a foundation for
examining both JVML and existing bytecode veriers In fact a previously
unpublished bug in Suns verier implementation was found as a result of the
analysis performed while studying the soundness proofs for JVML
i
extended
with subroutines
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