









Testing-Based Formal Verificationのための SMTソルバを用いた定理検証





Abstract—Testing-based formal verification with symbolic
execution (TBFV-SE) checks whether programs correctly im-
plement their formal specification. Given a formal specifica-
tion and a program, it first derives a theorem expressing the
correctness property of the executed program paths and then
formally verifies the validity of the theorem. However, such
theorems still need to be verified manually due to the lack
of a tool support for dealing with expressions involved. In
this paper, we propose a method for automatically verifying
theorems for TBFV-SE. This method uses an SMT solver
to check whether a theorem is valid. For this purpose, the
method converts the conditions in the theorems written in
the SOFL specification language into appropriate constraints
that are supported by the SMT solver. We present a tool
to support the method, and present two case studies to
demonstrate how the tool works in the context of Java
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SOFL (Structured Object-Oriented Formal


















Ti ∧ Ci ∧ statesi ⇒ Di
ここで，Ti は test condition と呼ばれるもので，事前
条件と事後条件に含まれるガード条件の論理積である．
test conditionには入力変数のみが含まれる．Ci は path
conditionといい，記号実行によって得られたプログラ
ム内の条件である．statesi は記号実行で得られた変数

















えば，a > 0が制約として与えられた場合，Z3は satを
















1) Z3 は SOFL の set 型と sequence 型を扱えないが，
リストは扱うことができる．
2) Z3は SOFL演算子を直接扱うことができない．
例えば，a, b, c, z を set 型変数とすると z =
union(c,union(a, b)) という SOFLの条件式は Z3の制
約として扱うことができない．Z3は set型を扱うこと





例として，a = {v0, v1}, b = {v0, v2}, c = {v1}, z =
{v0, v1, v2}に対する z = union(c,union(a, b))の検証方
法を示す．まず，set型の変数を全て Z3のリストとして
再定義する．これらの変数に対し，v0, v1 ∈ a, v0, v2 ∈





制約を与える．このとき，op l0 = {v0, v1, v2}となる．
また，op l1 を定義し，cと op l0 の和集合と等しいと







に SOFLの型から Python版 Z3 (Z3Py)の型への変換を
示す．SOFLの set型を Z3ではリストとして扱う．
表 1. SOFL から Z3PY への型変換
SOFL 型名 z3Py 型名
nat0, nat, int Int
real Real
seq of nat0, seq of nat, seq of int IntVector
set of nat0, set of nat, set of int IntVector
seq of real RealVector


























る場合，2つの引数が S から取り出される．v が数値，










4.3.1. 等号 (a = b). 等号では，引数が数値，sequence
型変数，set型変数のそれぞれについて別の処理をする．





型や set型の引数の aと bの要素数が等しくない場合，
predicatesに Falseを保存する．Algorithm 1に等号の処
理を示す．
4.3.2. 等号否定 (a ̸= b). 等号否定では，等号と逆の
処理をする．数値であれば，制約 “a ̸= b” を生成し
Algorithm 1 equal apply
Require: S, predicates, inversion
1: i is the length of a
2: b← S.pop()
3: a← S.pop()
4: Declare p as a constraint
5: if (a and b are digit) then
6: p← (a = b)
7: else if (a and b are Set) then
8: p← (a[1] ∈ b ∧ a[2] ∈ b ∧ · · · ∧ a[i] ∈ b)
9: else if (a and b are Sequence) then
10: p← (a[1] = b[1] ∧ a[2] = b[2] ∧ · · · ∧ a[i] = b[i])
11: end if
12: if (length of a ̸= length of b) then
13: p← False
14: end if




Algorithm 2 subset apply
Require: S, predicates, inversion
1: i is the length of a
2: b← S.pop()
3: a← S.pop()
4: Declare p as a constraint
5: if (a and b are Set) then












る．また，sequence型や set型の引数の aと bの要素数
が等しくない場合，predicatesに Trueを保存する．
4.3.3. set 型，sequence 型の演算子. inset，notin，
subset，psubsetは bool値を返す SOFL演算子である．
insetと notinは sequenceまたは set型の変数を引数に
取る．v inset aは，v が aに含まれることを表す演算
子である．v notin aは，vが aに含まれないことを表
す演算子である．subsetと psubsetは set型の変数を引
数に取る演算子である．subset(a, b)は aが bの部分集
合であることを表す演算子である．これを制約とした場
合，aのすべての要素は bに含まれている必要がある．










3: Declare op lias a new variable
4: Declare p as a constraint of SMT
5: s is the length of a
6: t is the length of b
7: n← common check(a, b)
8: p ← (a[1] ∈ op li ∧ a[2] ∈ op li ∧ · · · ∧ a[s] ∈





新しい変数として S に保存し，制約を operatesに保存
する．そこで，定理の中の SOFL演算子よる i番目の新
しい変数を op viまたは op liとする．op viは数値型
の変数で，op liは sequenceまたは set型の変数とする．
4.4.1. sequence型の演算子. concと tlは sequence型の










は set型変数を返す SOFL演算子である．union(a, b)は
set型の演算子で，集合 aと bの和集合を返す．この演
算子によって新しく生成される集合 op li の要素数は
s+ t−nである．よって，op liに aと bの要素がすべて
含まれるように制約を記述する．diff(a, b)は set型の演
算子で，集合 aと bの差集合を返す．この演算子によっ
て新しく生成される集合 op liの要素数は s−nである．
op li の要素が aに全て含まれて，bには 1つも含まれ
ないように制約を記述する．inter(a, b)は set型の演算





















3: Declare op li as a new variable
4: Declare p as a constraint of SMT
5: s is the length of a
6: t is the length of b
7: n← common check(a, b)
8: if (0 < s ∧ 0 < t) then
9: p← (op li[1] ∈ a∧ op li[2] ∈ a∧ · · · ∧ op li[s−









3: Declare op li as a new variable
4: Declare p as a constraint of SMT
5: s is the length of a
6: t is the length of b
7: n← common check(a, b)
8: if (0 < n) then
9: p← (op li[1] ∈ a∧op li[2] ∈ a∧· · ·∧op li[n] ∈






















生成する．op l0が aと bの和集合であるという制約は
以下のようになる．
((a[0] = op l0[0] ∨ a[0] = op l0[1] ∨ a[0] = op l0[2])∧
(a[1] = op l0[0] ∨ a[1] = op l0[1] ∨ a[1] = op l0[2]))∧
((b[0] = op l0[0] ∨ b[0] = op l0[1] ∨ b[0] = op l0[2])∧
(b[1] = op l0[0] ∨ b[1] = op l0[1] ∨ b[1] = op l0[2]))
SOFLの setをZ3でリストとして扱うために，a ∈ op l0
のような式は論理和を用いた形で要素ごとの制約を生
成する．op l0 についての制約が生成されると，op l0
はスタックに積まれて equal applyの引数として使われ
る．最後にパーサは zを発見し，equal applyを処理す
















g > 0 ∧ g > 0 ∧ g list = [g0, g],∼ g list = [g0]
⇒ g list = conc(∼ g list, [g])
これの正しさを検証するために，本論文のツールは図
1(c)のような検証プログラムを出力する．ここでは，初
めに定理内の変数を定義している．g listは g0と gを要
素に持つ列であるため，要素数 2の IntVectorというリ
ストとして定義する．gと g0は整数として，∼g listは
g list preとしてそれぞれ定義される．演算子 concの第
2引数 [g]は要素が gのみの列であるため，検証プログ
ラムでは var0として宣言する．
op l0 は conc(∼g list, [g]) の演算結果からなる変数





conc(∼g list, [g])が構文解析され，関数 conc applyが処
理される．conc applyによってop l0にg list preとvar0
の要素をそれぞれ順番に格納される．また，equal apply
によって op l0の i番目の要素が g listの i番目の要素





の要素は g0と gであり，g list preの要素は g0，var0の
要素は gである．形式仕様の事前条件とプログラムの条
件から gは 0より大きい．Not(And(pred0[0], pred0[1])









SOFL の set 型を用いた形式仕様の事例を説明する．
ここでは集合 a, b, c, d, zに対し，aと bの和集合と cと
process func(g: nat0) g_list: seq of nat0
ext wd g_list
pre g > 0
















for i in range(1):
op_l0.append(g_list_pre[i])
for i in range(1):
op_l0.append(var0[i])
pred0 = []
for i in range(len(g_list)):

























process func(a: set of nat0, b: set of nat0,
c: set of nat0, d:set of nat0) z: set of nat0
ext wd z
pre card(a) >= 2
post z = inter(diff(c, d), union(a, b))
end_process;
(a)
static void func(List<Integer> a,
List<Integer> b, List<Integer> c,
List<Integer> d, List<Integer> z){
for (int i = 0; i < c.size(); i++){
for (int j = 0; j < d.size(); j++){
if (c.get(i) == d.get(j)){c.remove(i);}
}
}
for (int i = 0; i < b.size(); i++){
boolean x = true;
for (int j = 0; j < a.size(); j++){




for (int i = 0; i < c.size(); i++){
boolean x = true;
for (int j = 0; j < a.size(); j++){








図 2. set を用いた事例: (a) 形式仕様, (b) 誤りを含んだ Java プログ
ラム
出された誤りを含む定理は以下のようになる．
card(a) ≥ 2 ∧ (y0 = y0 ∧ x0 = x0 ∧ v0 = v0)∧
(z = {y2}, a = {v0, x0}, b = {x0},
c = {y0, v0, y2}, d = {d0, y0, y1})










diff(c, d)の演算結果を要素数 2の配列 op l0として定義
する．op l0の制約は cの要素がすべて含まれて，dの要
素が含まれないことである．パーサから呼び出された関
数 diff applyによって制約が生成される．次に union(a,
b)の演算結果を要素数 2の配列 op l1として定義する．
制約は op l1に aと bの要素がすべて含まれることであ
る．unionの第 2引数が第 1引数の部分集合の場合，演
算結果は第 1引数と同じになる．inter(diff(c, d), union(a,
b))の演算結果を要素数 1の配列 op l2として定義する．
op l2は op l0と op l1の共通部分になる．制約は op l2
op_l0 = IntVector("op_l0", 2)
s.add(Distinct(op_l0))
pred0 = []







op_l1 = IntVector("op_l1", 2)
s.add(Distinct(op_l1))
pred1 = []
for i in range(len(a)):
p = Or(a[i]==op_l1[0], a[i]==op_l1[1])
pred1.append(p)
pred2 = []
for i in range(len(b)):




op_l2 = IntVector("op_l2", 1)
s.add(Distinct(op_l2))
pred3 = []



















図 3. set の事例の検証プログラム
の要素が op l0と op l1のどちらにも含まれることであ
る．以上の演算からなる op l2と zが等しいことを検証
する．Not(And(pred4[0]))で zの要素が op l2に含まれ















































[1] R. Wang and S. Liu, “TBFV-SE: Testing-Based Formal Verification
with Symbolic Execution,” in 2018 IEEE International Conference
on Software Quality, Reliability and Security (QRS), July 2018, pp.
59–66.
[2] C. Cadar and K. Sen, “Symbolic execution for software testing:
three decades later,” Communications of the ACM, vol. 56, no. 2,
pp. 82–90, 2013.
[3] S. Liu, Formal engineering for industrial software development:
Using the SOFL method. Springer Science & Business Media,
2013.
[4] B. Barras, S. Boutin, C. Cornes, J. Courant, J.-C. Filliatre,
E. Gimenez, H. Herbelin, G. Huet, C. Munoz, C. Murthy et al.,
“The Coq proof assistant reference manual: Version 6.1,” 1997.
[5] S. Liu, “Testing-Based Formal Verification for Theorems and Its
Application in Software Specification Verification,” in Tests and
Proofs, B. K. Aichernig and C. A. Furia, Eds. Cham: Springer
International Publishing, 2016, pp. 112–129.
[6] S. Liu, “Testing-Based Formal Verification for Algorithmic Function
Theorems and Its Application to Software Verification and Valida-
tion,” in 2016 International Symposium on System and Software
Reliability (ISSSR), 2016, pp. 1–6.
[7] R. Wang, Y. Sato, and S. Liu, “Specification-based Test Case
Generation with Genetic Algorithm,” in 2019 IEEE Congress on
Evolutionary Computation (CEC), 2019, pp. 1382–1389.
[8] L. de Moura and N. Bjørner, “Z3: An Efficient SMT Solver,” in
Tools and Algorithms for the Construction and Analysis of Systems,
C. R. Ramakrishnan and J. Rehof, Eds. Berlin, Heidelberg: Springer
Berlin Heidelberg, 2008, pp. 337–340.
