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プログラミングにおける知的生産活動要素
＾肋dyabO・士胱已〃㏄ωμOd・・苗㎝且・白吻e1・m・刀士・加伽O馴㎜㎜hg”
　　　　　　　　　　　　　　桑原悟＃
　コンピュータプログラミングは、人聞の知的生産活動であり、一般に、「難しいもの」でムると認識されて
いる。本論文では・プログラムを学習する学生を観察した結果から、プログラミング学習において、その難し
さを構成するもgをいくつかに分類する。
　分類した難しさは・そのそれぞれが、知的生産活動の独立した要素に対応するものと考え、’何らかの手段に
よって・・プログラミングから機械的に排除できる可能性のある要素と、排除できない要素に大別する。
　このうち・排除できる可能性のあるものについては、排除のための手段を与える支援システムについて検討
する。
　一方・排除できないもの・すなわち人間の知的生産活動だけによらなければならない要素に関しては、プロ
グラミング教育の立場から・この要素だけに集中して教育及び訓練のできる・e－1日肛ni㎎システ今について検
討する。」
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1．背景と狙い
1．1　背景
　コンピュータプログラミングは人問の知的生産活動である。コンピュータの発達は社会におムきな影響を与
え、一般市民の生活にも身近な存在になりつつあるが、プログラミングは、専門的であり、高度に知的であり、
素養のある人材が行う知的生産活動であると認識されてい’る。ひらたく言えば、コンピュー’タプログラミング
は、難しい・ことがあたりまえのものであると考えられている。
　そして、プログラミングに関する技術的興味としては、用途拡大又は実行系との親和性の観点からの新しい
プログラミング言語の創出、プロゲラミング披法、コードの自動生成などがあるが、これらは、プログラミン
グを一部の専門家又は限られた数の職業人になる素養の人材が扱えぱよいものとした暗黙の前提の下での技術
’的興味である’といえる。
　実際に、自身を振り返ってみると、初心者のころ、プログラミングで実現できることの発展性、可能性を直
感し、その難しさが故に興味を増し、課題を完成したときに、満足感、充実感を覚え、さらに高度な課題に取
り組もうとする情動を揺さぶられたように記臆している。それは、ある種の優愈感七あったとも考えられ二限
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られた者だけが取り組めばよいという前提を肯定していたように感じる。
　コンピュータの利用が限られていた時代には、プログラミ．ングも、その素養のある一部の人間が対応すると
いう社会構造であり得たが、すでに20年以上前に、「将来のプログラマの木足」が話題となっている。このと
きの危慎がそのまま現実のものとなっているとは考えにくいが、コンピュータの利用は、ますます多方面に拡
大し、また、既存のものも改定や修正、再構築が必要となるので、・プログラミング需要・・は、今後も拡大し
ていくことは聞違いない。
1．2　狙い
　拡大するプログラミング需要に応えるため・その生産性を上げるための研究や取り組みは盛んに行われてい
るが・前述のように・そg根本には・プログラミングは限定された人間で対応するものであるという考え方が
あると言える。
　本論文では、プログラミング人口の拡大を妨げている“難しさI’に注目し、それを、人間の知的生産活動に
おけるいくつかの要素に分類して、そのそれぞれについて、次の（1〕，（2）により、プログラミ’ングに携われる
者の範囲を広げることを狙いとする。また、（1）はプログラミング作業の負荷を軽減することにもつながるの
で、この点で生産性の向上への寄与も目指す。
（1）プログラミングから、何らかの機械的手段で排除できる可能性のある要素については、その手段を検討す
　　る。
（2）排除できない要素、すなわち、現時点では・、人間の知的生産活動によらなければならないものについては、
　　プログラミング教育の立場から二この要素だけに集中して教育、訓練できる、e－1e田mi㎎システムの具体
　　例を提案する。
2．難しさと対応する個々め知的生産活動の要素
2．1　プログラミングの作業分類
　人間が行う、知的生産活動としてのプログラミングは、’おおよそ、図1左のような段階を踏むと考えられる。
　まず・・使用するプログラミング言語の文法知識と週去のプログラミングの経験から・構想を立て・次に・こ
れに基づいて、コーディングを行う。コーディングを狭義のプログラミングとする考え方もあるが、本論文で’
は、関連する知的生産活動全体をプログラミングと扱うので、これらもプログラミングの一部と考える。
　コンパイラを用いる言語の場合、次に、コーディングしたソースコードをコンパイルし、実行する。インタ
プリタを用いる言語の場合は、翻訳と実行が合わせて行われ乱
　この段階で、大抵の場合、特に入門者の場合は、実行完了にいたらず、幾つかのエラー情報がコンパイラ又
は実行系から与えられる。人間のプログラミング活動としては、このエラー惰報を見て、構想又はコーディン
グの段階へ戻り、ソースコードを修正する。この道筋は、大抵の場合、複数回繰り返される。’
　修正後、コンパイルと実行の段階で、エラーが無くなった後、そのプログラムが目的とした機能を備えてい
るかどうか、テストを行う。この段階で、目的の機能が実現されてい在い場合、やはり、修正が必要になるが、
これは・コーディングの段階での修正の場合と・構想段階への戻りが必累な場合、及び、その中問的な修正の
場合があり得乱これらの各修正は、人間の知的生産活動という視点から見た場合、幾つかの種類に分類でき
る。
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図1　プログラミングの作業段階の分類とプログラミングの位置づけ
　また、ここでは、プログラミングの主要な作業の段階分けを行ったが、そもそも、プログラミン・グを行う状．
況にいたるまでには、プログラムで解決しようとする諜題が存在L、そこから、プログラム・の目的と機能が決
定されていることは当然であり、かつ、プログラミングを行う人間は、プログラミング以前に、プログラミン
グ能力の取得をなんらかの形で済ませている必要がある。
　このプログラミング能力の取得を考えたとき、プログラミングは、図1右に示すような要素から構成される
ことは聞違いないといえる。しかも、この各段階での実際の手順又は操作としては、実際にプログラミングを
行’うこと、すなわち、能力習得の手段としてではあるが、前述ρプログラミングをこの段階でも行わざるを芦
なジことが分かる。
2．2　知的生産活動の抽出
　プログラミングをいくつかの知的生産活動の要素に分離する方法として、本論文では、プログラミング．の能
力習得過程において、課題達成までのどの段階をどれくらいの学習者が達成するかを観察する方法を試行す乱
これは、前述のように、この過程において、すでにプロタラミングの各作業段階が実践されること及び、入門
者がここで習得の難しさを認識するもの叔知的生産活動の単位要素として扱え争と考えられるからである。
2．3　プ□グラミング学習の被験者
　プログラミングの習得過程に注目するとき、本論文の立場からは、被験者の選択が重要とな㌫デ般に・プ
ログラミングに関しては、個々の能力には自ずと差はあるが、理工学系の学生の方がその素養を備えていると
理解されている。そうなると、理工系の学生は、最終段階へ達成する能力を取得する可能性が高く・要素を分
離するための被験者とLては実は・適当で．はない。
　したがってここで．は、’非理工学系学生へのプログラミング教育から、学習者にと1って、プログラミングの難
しさとなっている事象を抽出し、そこからプログラミングの知的生産活動の要素を明らかにすることとする。
　新潟国際情報大学情報文化学部惜報システム学科（以†、本学科という）は、数学を選択しなくてもよい入
学試験の形態を取り、実際に奥語と国語の2科目を選択して合格Lている学生赤存在する。別の言葉で表せば、
文系と理系の枠を取り除くという趣旨に基づいた学科である。
　したがって、本学科は、理工学系の学生の母集団ではなく、より多様な素養の学生からなる母集団と考える
ことができる。
　一方で、本学科では、当然ながら情報システムを教育L・．プログラミングを直接教える科目及び関連する科
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目において、学生にプログラミングを教育している。
本学科におけるプログラミング関運の授業はいくつかある．が、学生の理解や課題達成の過程に存在する難し
さ、つまり、それがゆえに自身とプログラミングの関係に対．して学生が否定的となる要素は、教育経験からい
くつかに分類することができる。
3．難しさの知的生産活動要素への分離
3．1文津違反の発見
　プログラミングにおいては、コンパイラ、インタプリタ又は実行系が、エラーメッセージとして表示するも
のから、そのエラーの原因を特定し、修正する作業が必要である。このとき、エラーメッセージが示すものが、
直接修正すべき個所を示す場合と、エラーメッセージからは、修正すべき個所が直接読み取れない場合とがあ
る。
　現在のプログラミング言語のコンパイラ、インタプリタ又は実行系の構造から考えて、人問にとってのエラ
ーメッセージの的確さの度合いは、後者の状況を多く起こさざるを得ないといえる。
　後者の場合、通常、プログラムをする人問は、そのプログラミング言語に関する他の知識などから修正すべ
き個所を類推すること、試行錯誤的なコーディングの変更を行って、結果を観察すること又は、これらの組合
せ及びその繰り返Lを行って、修正すべき個所を特定してい㍍
　学習者は、初期の学習諜題においては、すでに教材に示されたコーディングをそのまま入力して動かす課塵、
それを参考にして指示された隈定的な変更を加えて動かす課題．も与えられ孔
　被験者がこの段階の作業を完成できない、すなわち修正すべき個所の特定にいたらない場合も見うけられ糺
また、指導者の助言や指導者による修正個所の特定の過程を見せても、別の類似のエラー個所で、やはり、こ
の段階の作業を完成できない場合もある古
　このことから、エラー発見の作業は、プログラミングにおける難しさを構成する知的生産活動の一要素であ
るとしそよいことが分かる。
　そしてこれはrプログラミングの挙習において・一つの障壁となり・本学科の学生では・ここで・『プログ
ラミングは自分には向いていない」、『プログラミングが嫌いである』と恩うようになる学生が観察される。
3，2　意図と言己述の蛆舘の発見
　前述のエラーとして表示されるものは除き、プログラムが、プログラミングした人間め意図とは違う振る舞
いをする種類の誤りがある。これには、言語によってさまざまな場合があり得るが、名称、記号の誤記、抜け
又は過剰及び、記述位置の誤りなどがあり得る。
　たとえば、括弧の位置、終止符の抜け、符号の誤った記述（十を十十など〕が、編集中の誤操作などにより
引き起こされる例、あるいは、変数を予め定義する必要の無いプログラミング言語で、変数名の綴・りの一部を
誤ると、別の新しい変数として扱われ、意図した結果を得られない例などがこれにあたる。
　エラーとLて表示されないので、プログラム作成者は、プログラムの振る舞いから誤り個所を特定すること
になるが、作成者は、正しく記述した積もりになっていることもあり、すぐには発見されない場合が多い。
　一文字の綴り誤りを発見するのに、プログラムの実行結果とコーディングリスト、デバッグのためのツール
を用いて誤り個所を特定することになり、これもプログラミングの難しさの要因の一つになってい乱
3．3構想の誤りの発見
　プログラミングの学習において与えられる課題は、初心者に対する極めて初期のものでない限り、直接コー
デイングに対する指示である場合は少ない。したがって、学習者は、これまでで得たプログ’ラミング以外の知
識、たとえば数学の公式などと、プログラミングの学習で得た知識すなわち、利用できる演算の種類、用意さ
れている関数、手続き型の言語においては、場合分けや繰り返L処理の記述などの知識を用いて、課題解決の
構想を立てる。
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　当然二この段1皆においても、人間の行う作業として、完成できない場合や誤りを生じる場合がある。これは、
明らかに前述の難しさとは独立であると考えられ、一つの知的生産活動の要素と捉えることができる。
3．4　論理の誤りの発見
　前述の・構想の誤り・は、ある一つの課題を考えたとき、プログラムする人聞と使用する言語との組合せに
よって、結果が異なることが考えられる。被験者Aが、言語Xでプログラミングを行う場合には誤りを犯さず・
同じ被験者Aが、言語Yで同じ課題の解決の七めのプログラミングをする場合には誤りを犯す、あるいは、完
成にいたらないという事態が起こり得るからである。これは構想に使う言語の知識の誤りに原因をもとめるこ
とができる。
　これとは別に、言語によらず、被験者によってだけ誤りが起こる状況を考える。これは、被験者の論理的恩
考の能力に関運するものと考えられ、知的生産活動を分類する立場からは、このことは、論理的思考を別の二
要素と考えてよいことになる。
　しかし、構想の誤りとこの論理の誤りを、実際のプログラミング作業とその結果から、完全に識別すること
は難しいとも考えられる。
4．各知的生産活動要素の検討
　ここでは、3．で上げた四つの要素について、機械的に排除できる可能性のある難しさであるかどうかを検
討する。
4．1’文法違反の発見
　前述のように、コンパイラや実行系の表示するエラーメ．ツセージは、多くの場合、プログラミングをする者
が直接知りたい情報を与えてはいない。コンパイラを作成する立場から見ると、コンパイル時又は実行時のエ
ラーメッセージを、プログラマが直接知りたい内容にすることは困難ぞあるといえる。
　そこで見方を変え、コーデイングが文字入力による自由記述の形態で行われることに、この種の誤りが発生
する原因があると捉えた場合、ご’れに対しては対策が比較的取りやすい。
　自由記述を制限レ選択肢からの選択をすることでプログラミングを行う環境がその一つの答えとなる。こ
の環境を使用すろことにより、予約語と同じ名称の変数の使用、関数の引数型や演算においての型の不整合な
ども防止することができる。
　既存のプログラミング言語に対し、このような環境を用意する場合は、’詳細な検討が必要となるが、そのサ
プセット又は、ここで上げた他の各要素にも配慮した新たなプログラム言語の創出をも視野に入れると、この
要素は、プログラミングから排除できる可能性のある難しさであるということができ乱
4．2　意図と記述の齪舘発見
　意図と記述の齪齪に関しては、完全にはこの要素を排除することはできないが、4．1で述べたプログラミ
ング環境は、この要素に対しても有効である。特に、変数名の綴り誤りは、選択肢からの選択で回避できる可
能性が高い。
　この要素は、プログラミングにおける難しさとして、相当に軽減できる可能性があり、そのための支援シス
テムは、本論文の趣旨に合致するものである。
ヰ．3構想の…呉りの発見
　プログラミングにおいての構想の作業は、プログラ・ミングの本質の一つであると考えられ、これを排除する
ことは難しいo
　しかし、特に初心者にとっては、言語のマニュアルなどの書籍を常備することの煩わしさや、それを参照す
る手間といった、この要素に付随する事象に関しては、プログラミング環境における適時の表示やオンライン
マニュアルなどで軽減することができる。このことは、本論文の趣旨に合致するものであ乱
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　具体的には図2に示すように、ウィンドウ内左側にコーディング領域を設け、命令などの記述は・選択肢を
表示して選ばせるヒとで行う。関数の記述では、引き数記述の位置にカーソルを合わせると、引き数として正
Lい型の変数名の入力や、整数型の場合では、数字キーの直接入力だけを許L、他は表示や音でエラーである
ことを知らせる。また、ウィンドウ右側はビットマップ及び文字の入出力が可能’な領域とする・
　学習者が興味をもち、かつ、プログラムの特徴である手」l1貢的な自動処理のテーマの例としては、図ヨに示す
ような、ゲーム様のものが考えられる。
図3　教育システム上での個別のテーマの実現
6．2　内部設計
二〆llll㌃1∵二二1111111：∴者則一層
者が操作する。個別のテーマは、基本的には共通の複数のオブジェ
　テーマ記述層では、個別のテーマを構成するための記述言語を導
入し、これによる記述を行うことになる。この記述は、通常、教員　　　　　　図4　論理構造
など教育する側が、実現したいテーマごとに作成する。それらの記
述は、たとえば、他の教育機関での利用も可能なように、テンプレートとして配布し、受け取った側のこの教
育システムで実行することも可能とする。
　こめ層を記述する言語を解釈、実行するために、プラットフォームの種類ごとに汎用プログラミング言語で
作成きれたサブシステムが存在することになる。
　このように構成することで、前述のような」見まったく違う・複数のテLマを実現するための多様な入出力と
処理が、プラットフォームからの独立性をある程度保ち、また、個別のテーマを比較的簡単に作成でき、さら
に、そのテーマは、テンプレート・として流通可能なものとすることができ乱
　図5，6は実装構造である。実装構造1は、論理構造と同じ考え方である。テーマ記述層は、プラットフォーム
ごとに作成する必要があるが、個別テーマ層は、プラットフォームから独立させることができる。実装構造2
では、テーマ記述層と個別テーマ層の両方をプラットワォームごとに作成する必要がある。これは主に、個別
テーマ層の処理速度を速くする効果があり、プラットフォームの性能により禾1」用者に負担のかかる処理速度と
なる場合はこの構造を選択することとなる。また、実装構造2はライセンス管理をする場合などに適した構造
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個別テーマ層　　テーマ記述層
…最フオ．ム
図5　実装構造1
ゴ煕屹ニヱ星　　テーマ記述層
図6　実装構造2
である。
　ライセンス管理を行う場合、その目的は次のとおりである。
（1）個別テーマをテンプレートとして他者で利用する条件となる互換性を管理す乱
（2〕既存の個別テーマをテンプレートとLて利用するだけの環境とテンプレートを作成できる環境を分離し、
　　それぞれを対価の異なった宥償ソフトウェアとして、独立管理する。
（3）優良テンプレートの創世と流布を促すため、テンプレートの作者が価値に応じた対価を設定することを可
　　能とする。
ブ．今後の課題
　本論分では、プログラミングの難しさについて考察し、そρ排除、軽減のための支援機能をもつプログラミ
ング環境について検討しれまた・プログラミングの本質とも理解できる・機械的には擁除できない難レ・さに
ついては、その教育に傾注できるシステムの構想を提案した。
　今後は、このプ・ログラミング環境の展開、新たな言語創設と既存言語の新たなプログラミング環境への適用
について、詳細に検討す乱また、教育システムについて、その詳細設計、ポートフォリオ機能やネットワー・
ク接続に関する詳細の設計、作成を行い、実際の教育への適用に関して、．計画と実施及び効果の測定を行う予
定である。
本論文掲載の第10回記念号の紙面の都合上、参考文献の掲載を割愛させて頂きましれ
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