

























































































































































































































































































































































































































































































































































































Clave en claro  80 bytes  1  Si 
Diffie­Hellman  Más de 80 bytes  3  No 
Protocolo con 
PBKDF2  
80 bytes + WiFi + 
Fecha  1  No 
 
Podemos observar que en cuanto a los parámetros considerados que el 
protocolo propuesto es que mejor se ajusta ofreciendo un compromiso entre la 
entropía que es capaz de utilizar en la clave y la cantidad de mensajes que son 
necesarios enviar a través del canal sonoro.  
El primer protocolo nos ofrece una solución simple sin necesidad de enviar 
varios mensajes a través del canal sonoro pero es poco seguro ya que es 
susceptible de ataques de repetición y su única entropía son los 80 bytes generados 
con Chirp. 
El segundo de ellos es una extensión del protocolo Diffie­Hellman, nos ofrece 
todas sus ventajas además de evitar los ataques del tipo ​“Man In The Middle” 
gracias a la autenticación de los usuarios mediante el canal sonoro. Sería la 
solución ideal en términos de seguridad pero la necesidad de sincronizar tres 
mensajes sonoros lo hace poco usable y lento. 
El tercer protocolo propuesto es una mejora sobre el primero en el que, 
gracias a la generación de una clave con PBKDF2 con una ​salt​ adecuada, podemos 
evitar lo ataques de repetición y de ​“agujero de gusano” ​además de añadir entropía 
a la propia clave mediante el uso de las redes WiFi cercanas y la fecha actual. 
Mantiene la usabilidad de la primera versión al necesitar un único mensaje a través 
del canal sonoro. 
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4. Tecnologías utilizadas 
En este punto se explicarán las tecnologías que se han decidido utilizar en la 
elaboración del prototipo. 
La plataforma sobre la que se desarrolla el prototipo es iOS, esto se debe 
principalmente a que la primera tecnología que tratamos de utilizar fue ​Audio 
Modem ​y el proyecto de prueba que traía es exclusivo de iOS. Además nos pareció 
interesante desarrollar para esta plataforma ya que no se ve nada de ella en la 
Universidad y mi tutor me informó de que contaban con un perfil de desarrollo 
académico acordado entre Apple y la Universidad de Málaga del que podíamos 
hacer uso. 
 
Son cuatro las tecnologías y APIs utilizadas, aunque no la únicas que he 
investigado, ya que hemos evaluado otras alternativas como ​Audio Modem​, la API 
de ​Telegram ​para el envío de mensajes o utilizar un servidor web en lugar de 
Firebase. 
El principal problema de ​Audio Modem​ como hemos comentado es que no 
incluye un SDK propiamente dicho, sino sólo un proyecto de prueba en iOS con un 
código fuente bastante críptico del que no pudimos obtener resultados. 
Por otra parte la API de ​Telegram​ parece una buena solución, pero al tratar 
de utilizar su proyecto en iOS hemos tenido muchos problemas para firmar el código 
y desplegar la aplicación ya que no disponemos un certificado aprobado por 
Telegram​ además, como veremos, necesitamos controlar distintos tipos de 
mensajes que pueden recibir los usuarios en nuestro protocolo y el API de Telegram 
no nos da control directo sobre esto. 
A continuación se exponen las tecnologías utilizadas explicando brevemente 
la parte de su API que hemos empleado en el prototipo: 
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Chirp 
Chirp es una tecnología que se basa en la comunicación de información entre 
dispositivos utilizando el canal sonoro. 
Para ello emplean una asociación unívoca entre un byte y una determinada 
frecuencia, de forma que el carácter ‘a’ podría tener asociada la frecuencia de 
500Hz, el carácter ‘b’ la de 510Hz… 
 
Distinguen dos tipos de mensajes en su SDK:  
Los ​“shortcodes” ​son mensajes de un máximo de 80 bytes, enviados en 
forma de 10 caracteres que no pasan por el servidor de Chirp y que se envían a 
través del canal sonoro de un dispositivo a otro siguiendo la codificación en 
frecuencias anteriormente explicadas. 
Los mensajes con diccionario, por otra parte, son estructuras de datos más 
complejas que se envían con una clave, esta clave es, precisamente, un ​“shortcode” 
de los anteriormente mencionados. Estos mensajes con diccionario son, en última 
instancia, una clave de 10 caracteres que identifica un mensaje en formato JSON 
con la información estructurada. 
Los mensajes con diccionario a diferencia de los mensajes ​“shortcode” ​si 
necesitan subirse al servidor de Chirp. En su funcionamiento, el usuario final recibe 
mediante el canal sonoro un ​“shortcode” ​que utiliza como ​“token”​ frente al servidor 
de Chirp para obtener la estructura de datos en formato JSON. 
 
A continuación comentamos brevemente las funciones que Chirp nos facilita: 
 
 
Figura 6: Función setAppKey 
 
La función setAppKey es la primera que debemos llamar para comenzar a 
utilizar el SDK (representado por el objeto sdk), en ella introduciremos nuestra clave 
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y secreto (credenciales solicitados a Chirp personalmente) para autenticarnos como 
un desarrollador registrado en su servidor. 
 
 
 ​Figura 7: Funciones initWithIdentifier y chirp 
La función ​chirp​ nos permite enviar un ​shortcode​ o un mensaje de tipo diccionario 
mediante el canal sonoro, para ello es necesario dar el mensaje (un string para el ​shortcode 
o un diccionario para el mensaje con diccionarios) al objeto sdk mediante la función 
initWithIdentifier​, posteriormente basta con llamar a la función ​chirp ​en la que se puede 
especificar un bloque de código ​“withCompletion” ​que sea llamado tras la emisión del 
sonido. 
 
. 
Figura 8: Funciones setOfflineOnly y startListening 
 
La primera de estas funciones, ​setOffllineOnly, ​nos permite especificar al 
objeto​ sdk​ que no realizaremos ninguna comunicación con el servidor en el envío de 
mensajes, no es estrictamente necesario, ya que si no utilizamos ningún diccionario 
no se enviará al servidor, pero es conveniente desactivar esta funcionalidad. 
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La función ​startListening​ activa el micrófono del dispositivo en modo escucha 
a la espera de recibir un ​shortcode​. Cuando esto ocurre se ejecuta el bloque de 
código a continuación de la función, como parámetros incluye el objeto Chirp 
recibido, que contendrá el shortcode enviado y, en caso de existir, el objeto JSON 
ya convertido a una estructura de diccionario.  
 
Además, durante el desarrollo del proyecto, Chirp ha publicado una nueva 
versión de su SDK (a la que hemos actualizado), incorporando un SDK nuevo en 
iOS: ​“iOS UI Components”​. 
Este nuevo SDK no incorpora ninguna funcionalidad adicional a la ya 
explicada, pero nos permite incluir en nuestro proyecto algunos indicadores del 
estado de la transmisión del código sonoro.  
En nuestro caso, y como veremos en las capturas del prototipo, hemos 
decidido incluir una barra inferior en la que se puede apreciar la onda sonora 
captada por el micrófono en tiempo real, parpadeando con un color verde cuando se 
recibe correctamente un ​shortkey. 
Estos elementos de interfaz se deben integrar con el SDK ya comentado 
anteriormente, a continuación explicaremos brevemente cómo hemos incluido Chirp 
en nuestro proyecto: 
 
Figura 9: Cómo añadir el framework de Chirp al proyecto. 
 
Para poder integrar el SDK de Chirp en el proyecto arrastramos el archivo 
ChirpSDK.framework ​al apartado “​Linked Frameworks and Libraries” 
 
23 
 
Ricardo Ruiz Tueros 
 
 
Figura 10: Comprobación del framework de Chirp en el proyecto. 
 
Confirmamos que el ​framework​ se ha añadido correctamente, debiendo 
aparecer una copia en la jerarquía del proyecto y referenciado en el apartado “​Link 
Binary With Libraries”​ cómo “​Required”. 
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Firebase 
Firebase [7] es una tecnología relativamente nueva, que, durante el 
desarrollo del prototipo, ha sido comprada por Google. 
Aunque ahora ha integrado muchos servicios con Google podemos definir 
Firebase en su inicio como una ​“Base de datos No­SQL online basada en JSON”. 
En la actualidad incorpora gran cantidad de servicios adicionales en 
colaboración con Google como Analytics, Autenticación, Almacenamiento de 
ficheros, Hosting, Monetización de aplicaciones mediante Google Admob.. 
.
 
Figura 11: Página principal de Firebase 
 
Para incorporar Firebase en nuestro proyecto hemos hecho uso de los 
“CocoaPods” [8]​. 
CocoaPods ​es un gestor de dependencias para Swift y Objective­C, está 
hecho en ​Ruby​ e incluye más de 18.000 librerías comúnmente utilizadas en el 
desarrollo de aplicaciones iOS. 
Para utilizar CocoaPods en nuestro proyecto hemos descargado la aplicación 
CocoaPods​ de su página web, al incluirse Ruby de forma nativa en OS X no 
necesitamos ninguna instalación ni configuración previa. 
Al abrir la aplicación podemos seleccionar un proyecto de la lista de 
proyectos existentes en XCode. 
 
 
25 
 
Ricardo Ruiz Tueros 
 
Figura 12: Ventana inicial de CocoaPods 
 
Al hacerlo se creará un archivo ​“Podfile” ​en el que se pueden incluir las 
librerías con la siguiente sintaxis 
  
Figura 13: Sintaxis en CocoaPods 
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En nuestro proy​ecto no especificamos versión, lo que significa que ​CocoaPods 
simplemente descargará e incluirá la última versión disponible de las librerías en su 
repositorio, pero también podríamos haber especificado una versión concreta, una 
rama de un repositorio git externo a ​CocoaPods, ​dependencias entre proyectos 
propios y muchas otras opciones. 
En nuestra aplicación únicamente hemos tenido que hacer uso de dos de los 
servicios de Firebase: Autenticación y Bases de Datos. 
 
 
 
Figura 14: Ventana del proyecto en Firebase 
 
En primer lugar, tras entrar con nuestra cuenta de Google, creamos un 
proyecto en la web de Firebase que he llamado ​“FireChat”​, Firebase nos asigna una 
URL para poder conectar con sus servicios.  
En este caso la URL asignada es: ​“resplendent­fire­2168.firebaseio.com” 
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Figura 15: Base de Datos con Firebase 
 
Este es un ejemplo de una base de datos con Firebase, podemos observar 
que la información se estructura en subramas en forma de árbol, con un nodo inicial: 
nuestro identificador de Firebase. 
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A continuación se explica cómo hemos utilizado la API de Firebase en 
nuestro proyecto:  
 
Al entrar en una ventana de chat: 
 
Figura 16: Código de inicialización de Firebase 
 
Creamos un objeto Firebase que servirá como medio para realizar todas las 
operaciones con el servidor. La función ​viewDidLoad ​se llama cuando carga la 
interfaz de la aplicación, este es el punto en el que nos autenticamos ante el 
servidor de forma anónima. En caso de error será notificado por consola. 
 
Figura 17: Creación de ramas en Firebase 
 
A continuación, para el canal general hemos creado la rama ​Messages​ (que 
contendrá los mensajes de los chats) y a su vez la rama ​General​ (para diferenciarlos 
de los canales entre usuarios). 
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Figura 18: Envío de mensajes con Firebase 
 
Para enviar un nuevo mensaje a Firebase necesitamos crear un hijo de un 
nodo, para eso utilizamos la función ​childByAutoId ​que crea un hijo del nodo sobre 
el que se efectúa la operación asignándole un ID aleatorio. 
 
Una vez creado el hijo basta con declarar los campos del mensaje y su 
contenido en forma de diccionario (String ­ NSObject) y utilizar la función ​setValue 
para efectuar el envío. 
 
 
Figura 19: Recepción de mensajes con Firebase 
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Para leer valores de Firebase utilizamos la función ​observeEventType ​que 
hemos incluido dentro de la función ​observeMessages​. La función 
observeEventType​ toma un parámetro un tipo de evento de Firebase, en esto caso, 
al utilizar ​ChildAdded,​ el bloque de código será llamado por cada objeto existente o 
añadido a la rama sobre la que se ejecuta el método. Nótese que hemos limitado la 
búsqueda a los 25 últimos mensajes. 
Para recuperar los valores de la rama disponemos de un objeto 
FDataSnapshot​ durante el bloque de código, esto es, una “captura” del valor en 
Firebase (copia por valor). Podemos obtener los valores del objeto diccionario 
buscando por la clave (String) que le habíamos dado anteriormente. 
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CryptoSwift 
CryptoSwift [9], tal y como su nombre sugiere, es una librería criptográfica en 
el lenguaje de programación Swift (utilizado conjuntamente con objective­c a lo largo 
del desarrollo del proyecto iOS).  
Se trata de un proyecto de código abierto en Github que incluye las 
operaciones básicas de criptografía que se utilizan actualmente, entre ellas: Hash 
(MD5, SHA­1.. 512), CRC, Cifrados (AES­128..256, ChaCha20, Rabbit), HMAC 
(MD5, SHA­1..256, Poly1305), Modos de bloques (ECB, CBC, CTR…), 
Password­Based Key Derivation Function​ (PBKDF 1 y 2) y Padding (PKCS#7). 
Para incluir CryptoSwift en nuestro proyecto hemos hecho uso de 
Cocoapods​, basta con especificar esta nueva librería como un ​“pod”​ y actualizar las 
librerías existentes desde la aplicación. 
Para las aislar las operaciones criptográficas del control de la aplicación 
hemos creado una clase llamada “​CustomCrypto”​ que contiene los métodos 
necesarios para realizar todas las operaciones criptográficas con ​CryptoSwift 
ofreciendo el resultado esperado al control de la aplicación. 
A continuación se explica la clase ​“CustomCrypto” 
 
 
Figura 20: Funciones de cifrado y descifrado de información del usuario 
 
Las funciones ​EncryptUserData ​y ​DecryptUserData​ cifran y descifran (en 
base 64 para su posterior almacenamiento) la información del usuario que toma 
como parámetro. La información de usuario a almacenar es un ID, un nombre y su 
imagen de perfil. 
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Nótese que para obtener el bloque cifrado de datos o para descifrarlo los 
distintos atributos del contacto se separan mediante el carácter espacio. 
 
Figura 20: Funciones de cifrado y descifrado de mensajes 
 
Para cifrar y descifrar un mensaje de texto basta con realizar una llamada a la 
función ​encrypt ​o ​decrypt​ de ​CryptoSwift​ con los parámetros adecuados, el 
resultado devuelto es el mensaje cifrado o descifrado adecuadamente. 
Figura 21: Función HMAC 
 
La función ​HMACTimed ​es una función específica para la generación del 
código HMAC del protocolo, es sencillamente una función HMAC sobre la clave 
generada con PBKDF2 que toma como ​“salt” ​la hora y las redes WiFi. 
Figura 22: Función de generación de la clave con PBKDF2 
 
Adicionalmente contamos con dos funciones auxiliares utilizadas por la propia 
clase. La primera de ellas es ​KeywithPKCS5​ que nos devuelve una clave de mayor 
tamaño calculada con la función ​PBKDF2​ utilizando como función hash SHA­256. 
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Figura 23: Función de generación de subclave 
 
La segunda, la función SubKey nos devuelve una clave del tamaño adecuado 
para realizar las operaciones de cifrado con AES. 
 
 
Figura 24: Función de generación de cadena alfanumérica aleatoria 
 
Por último la función GetRandomString nos devuelve una cadena de 
caracteres alfanumérica aleatoria de la longitud especificada como parámetro. 
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JSQMessages 
JSQMessages [10] es una librería de gráficos y control que nos permite crear 
de forma sencilla los elementos básicos y con un diseño estandarizado de una 
ventana de chat en iOS. 
Entre los elementos se incluyen diferentes burbujas con mensajes: texto, 
contenedoras de videos o imagenes, localización geográfica. Todo a nivel de 
interfaz de usuario. 
Dado que se trata de una librería compleja y la elaboración de un chat es sólo 
una excusa para poner de manifiesto la solución teórica propuesta hemos hecho un 
uso reducido de esta librería limitándonos a la creación de ventanas de chat, 
burbujas de mensajes e indicadores de ​“escribiendo…”. 
 
A continuación explicaremos el uso que hemos dado de la librería 
JSQMessages para la elaboración de nuestro prototipo: 
 
 
 
 
Figura 25: Subclase de JSQMessagesViewController 
 
En primer lugar la clase de ventana de chat que vaya a hacer uso de la 
librería debe heredar de la clase ​JSQMessagesViewController 
 
Figura 25: Sobreescribiendo la función collectionView 
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A continuación necesitamos sobreescribir el método ​collectionView​ de la 
clase padre para que cuando se detecte un nuevo mensaje le sea asignada una 
burbuja de chat, en color azul si el ID del remitente del mensaje coincide con el 
nuestro y en color blanco para el caso contrario (es un mensaje de otro usuario). 
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5. Prototipo: ChatChat 
 
Como aplicación prototipo para la utilización del canal sonoro con Chirp e 
implementación del protocolo propuesto hemos elaborado una aplicación de chat 
para dispositivos iOS, que hemos denominado ChatChat. 
A continuación explicaremos el funcionamiento completo de la aplicación y la 
sincronización de dos dispositivos mediante capturas: 
En esta primera captura se observa la ventana principal de la aplicación, en 
la que podemos ver el nombre de la misma y tres botones. 
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Si pulsamos sobre el botón ​“General” ​nos llevará a una ventana de chat 
general. En la esquina izquierda superior tenemos un botón de ​“Back”​ con el que 
podemos volver a la vista principal. 
La ventana de chat general muestra en burbujas los mensajes enviados al 
“Chat General” de Firebase, autenticados como un usuario anónimo podemos enviar 
nuevos mensajes al chat que se almacenarán en Firebase en claro y serán visibles 
para el resto de usuarios de la sala.  
Nótese que si salimos y volvemos a entrar en el chat general Firebase nos 
asigna un nuevo ID aleatorio, por lo que no hay forma de identificar los mensajes 
pertenecientes a un mismo dispositivo. 
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En la ventana de perfil podemos editar la información de usuario: nuestro 
nombre y nuestra imagen. Esta información se almacena en un fichero local y es 
persistente aunque cerremos la aplicación. 
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Si tocamos sobre la foto podemos seleccionar una imagen de la galería como 
nuestra foto de perfil. 
 
 
 
Esta es la información del otro usuario con el que realizaremos la 
sincronización. 
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Si abrimos la ventana de contactos en ambos dispositivos: 
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Podemos observar que no hay ningún contacto añadido, en la parte inferior 
tenemos la onda sonora en tiempo real que incluimos con la librería ​“Chirp UI 
Components”.  
Si tocamos ahora el botón ​“Add new” ​comenzará el protocolo, enviándose la 
clave corta a través del canal sonoro, generando la clave real mediante PBKDF2 y 
enviando la información de contacto cifrada y el HMAC mediante Firebase entre los 
dispositivos. 
 
42 
 
Ricardo Ruiz Tueros 
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El resultado de la comunicación es que en ambos dispositivos se ha 
agregado mutuamente como contacto. El número inferior al nombre de usuario es la 
ID del canal (constituida a partir de la ID de ambos contactos en la sincronización) 
que será la rama en ​Messages​ en la que ambos realizarán la comunicación. 
Si tocamos la imagen del contacto agregado podemos acceder a tener una 
conversación con él en una ventana de chat similar a la del canal general. 
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Vemos que los mensajes se envían y reciben como si fueran en claro, pero si 
observamos Firebase podremos apreciar el siguiente esquema. 
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Distinguimos en nuestro esquema de Firebase dos grandes ramas: 
­ Contact Sync:​ Es la rama en la que se envían los mensajes de 
sincronización. Tiene dos subramas: Receiver y Sender, en función de quién 
haya iniciado la sincronización con Chirp y quien haya recibido el mensaje 
sonoro. Se envía la información de usuario cifrada, el HMAC y el ID aleatorio  
 
­ Messages:​ Es la rama dedicada al envío de mensajes, distinguimos una rama 
General en la que podemos observar que se envían los mensajes en claro 
(texto ​“Hola” ​y ​“Que tal”​) y una rama con un ID de canal coincidente con el ID 
que aparecía debajo del nombre del contacto agregado constituido por el ID 
aleatorio que ambos tenían. En esta subrama (canal de contactos 
sincronizados) podemos observar que los mensajes se envían efectivamente 
cifrados. 
 
El objetivo teórico que propusimos se ve por tanto cumplido. Por el servidor 
de Firebase únicamente pasan dos tipos de información: IDs aleatorios cada vez 
que establecemos un canal de comunicación (que garantizan la privacidad de los 
usuarios al no poder identificarse con los mensajes enviados) y mensajes cifrados 
(en claro únicamente en el canal general). 
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6. Conclusiones y mejoras sobre el proyecto 
Podemos concluir sobre este proyecto que los resultados teóricos que 
pretendíamos alcanzar son viables con la tecnología actual. 
 
Aunque la tecnología para el envío de información utilizando el canal sonoro 
aún está en vías de desarrollo y, como vemos, en Chirp tiene una extensión máxima 
de 10 caracteres es suficiente para poder generar una clave de mayor tamaño, 
pudiendo ser utilizado como protocolo de intercambio de claves  y autenticación de 
los dispositivos. 
 
Otras tecnologías utilizadas están también ahora en su auge: Firebase ha 
sido recientemente comprada por Google durante el desarrollo del proyecto 
ampliando los servicios que ofrece y extendiendo su uso a tecnologías móviles, 
CryptoSwift se ha actualizado para incorporar las mejoras que Swift 3 ofrece…  
 
En definitiva, las tecnologías utilizadas en este proyecto están en crecimiento 
continuo y el prototipo que proponemos puede ser, salvando las distancias, una de 
las infraestructuras en el desarrollo de aplicaciones del futuro. 
 
En cuanto a las posibles mejoras sobre el prototipo elaborado es cierto que 
nuestro protocolo no incluye “​Perfect Forward Secrecy (PFS)”.​ Si un atacante 
consiguiera hacerse con la clave privada de un canal podría descifrar todos los 
mensajes pasados de ese canal. 
 
Como solución podemos proponer la renovación de la clave privada con el 
servidor cada cierto tiempo, siendo la primera sincronización de los dispositivos a 
través del canal sonoro y únicamente utilizando el servidor para renovarla. Sin 
embargo, esta solución nos obligaría a tener un mayor control sobre la parte 
servidor, por lo que deberíamos utilizar un servidor web propio, y no Firebase. 
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