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1 Diseño de sisteamas basados en microprocesador
Tema 4: 68HC11 – EVBU. Parte I
• Estructura del HC11
• Modos de direccionamiento






•  “Introduction to 6811 programming” Fred G. Martin. Motorola. 1994.
• “M68HC11 Microcontrolers. Referente Manual”. Motorola. 2002.
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El Microcontrolador Motorola MC68HC11
Illustration Motorola
• Se encuentra normalmente 
en un encapsulado PLCC 







Esquema básico del 68HC11
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• Memoria externa (o dispositivos emplazados (mapped) 
en memoria) pueden conectarse al HC11
– Útil cuando se necesitan más de 512 bytes de RAM
– Puede ser también ROM u otros dispositivos que tienen una 





• RAM - Random Access Memory
– Estática (SRAM) – Fácil de usar, rápida, cara
•Disponible en una variante con batería
– Dinámica (DRAM)  - Requiere controlador de 
refresco, pero es barata (raramente usada con un 
microcontrolador)
• ROM - Read Only Memory
• Mask-programmed – Programada en fábrica
• PROM - Programada por el usuario con un 
programador
• EPROM - PROM que puede ser borrada y 
reprogramada
• EEPROM - Puede ser borrada  eléctricamente sin 
quitarla y re-escrita
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Modos de direccionamiento del HC11
• Inherente
– Para operaciones registro-a-registro -  INCA,  ABA, 
LSRD
• Immediato
– Para constantes (número que no venga de memoria o de un 
acumulador) – LDAA #13,  LDAB #$C2,  LDY #$23f6
• Directo (8 bits), Extendido (16 bits)
– Accede a una direccción específica de memoria – LDAA 
$56, LDA $123A
• Indexado
– Accede a una posición de memoria que depende de un valor 
calculado – LDAA 4,Y
• Relativo
– Solo usado en los saltos – más a continuación
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Instrucciones HC11
• Las instrucciones consisten de:
– Opcode – Indica el tipo de instrucción








• Las instrucciones se agrupan en familias
– Máquina basada en acumulador significa que los registros se 











• La familia ADD suma el valor de un registro, inmediato o 
memoria a un acumulador
– ABA - suma acum. B a acum. A
– ABX - suma acum. B a reg. índice X








Suma con acarreo, Resta
• Las  instrucciones ADC suman el operando  y el bit de 
acarreo  al acumulador














































Modos Direccionamiento, Código máquina, y  Ejecución Ciclo-a-Ciclo:
LDAA (IMM)            LDAA (DIR) LDAA (EXT) LDAA (IND,X) LDAA 
(IND,Y)
Addr DataR/W Addr Data R/W Addr Data R/W Addr Data R/W Addr Data R/W
1 OP 86 1 OP 96 1 OP B6 1 OP A6 1 OP 18 1
2 OP+1ii 1 OP+1dd 1 OP+1 hh 1 OP+1ff 1 OP+1 A6 1
3 00dd (00dd) 1 OP+2 ll 1 FFFF — 1 OP+2
ff 1
4 hhll (hhll)1 X+ff (X+ff) 1 FFFF —
1
5 Y+ff (Y+ff)1












Modos Direccionamiento, Código máquina, y  Ejecución Ciclo-a-Ciclo: 
CycleLDAA (IMM) LDAA (DIR) LDAA (EXT) LDAA (IND,X) LDAA (IND,Y)
Addr DataR/W Addr Data R/W Addr DataR/W Addr DataR/W Addr Data R/W
1 OP 86 1 OP 96 1 OP B6 1 OP A6 1 OP 18 1
2 OP+1 ii 1 OP+1 dd 1 OP+1 hh 1 OP+1 ff 1 OP+1 A6 1
3 00dd (00dd)1 OP+2 ll 1 FFFF — 1 OP+2 ff 1
4 hhll (hhll) 1 X+ff (X+ff) 1 FFFF — 1
5 Y+ff (Y+ff) 1
Detalles Instrucción LDA (cont.)
CycleLDAB (IMM) LDAB (DIR) LDAB (EXT) LDAB (IND,X) LDAB (IND,Y)
Addr DataR/W Addr Data R/W Addr DataR/W Addr DataR/W Addr Data R/W
1 OP C6 1 OP D6 1 OP F6 1 OP E6 1 OP 18 1
2 OP+1 ii 1 OP+1 dd 1 OP+1 hh 1 OP+1 ff 1 OP+1 E6 1
3 00dd (00dd)1 OP+2 ll 1 FFFF — 1 OP+2 1
4 hhll (hhll) 1 X+ff (X+ff) 1 FFFF — 1












Lenguajes de Alto Nivel
• Lenguajes de alto nivel, C o C++, son más 
fáciles de programar
– Poseen una sintaxis  y construcciones más naturales










¿Por qué programar en ensamblador?
• “Un buen programador en ensamblador puede producir 
un código más rápido y reducido que un compilador”










• Lenguaje de alto nivel
– Toda los accesos a memoria se hacen a través de variables
– Estructuras de control y datos complejas










Programas en Lenguaje Ensamblador
• Formato : 
Etiqueta Instrucción Operandos ;comentarios










• Los comentarios se denotan de dos maneras











• Las etiquetas dan un nombre particular a una línea







LAZO LDAB #99  ; principio de lazo
BRA LAZO
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BEGIN LDAA #0 ;Pone a cero total
STAA $2500 ;Pone a cero total 
ABA ;Suma a total








































BUFFER RMB 40 ;reserva 40 bytes
BUFFER2 RMB 10 ;reserva 10 bytes
ORG $2000
BUFFER3 RMB 20 ;reserva 20 bytes






• BUFFER3 tiene el valor $2000 (reserva espacio  en las direcc. 
$2000 - $2013)
• BUFFER2 tiene el valor $2628 (reserva espacio  en las direcc. 
$2628 - $2632)
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Reserva de espacio con valores iniciales
• Variables iniciadas de este modo pueden ser cambiadas después por el 
programa
• Variables son iniciadas solo en la carga, no antes de cada ejecución
A veces queremos variables con valores iniciales
ORG $3000
TABLA FCB $18,$33,$22 ;tabla 3 valores













• Escribir un programa que sume un byte de una posición 
de memoria (valor inicial 3)  a un byte en una segunda 





     
  ORG  $2500
 NUM1 FCB 3
 NUM2 FCB 10
• Ahora sumarlo mediante el acumulador
  LDAA NUM1 ; posición: $2500
 ADDA NUM2 ; posición: $2501
















































































• Como el cociente queda en X, ¿cómo podemos pasarlo al 
acumulador D para usarlo?
– XGDX – Intercambia los contenidos X y D







• TAP – Transfiere acum. A al Registro Status Proc. 
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Operaciones Lógicas
• AND – AND lógico
• OR – OR lógico
• EOR – OR exclusivo

















































• Trabaja con bits individuales
– BSET <opr>, <mask> ; aplica <mask> bits
• BSET $2000,#5 ; pone a uno bits 0 y 2 de la dir. $2000
00000101
• Si M[$2000] fuera 00101001, sería ahora 00101101






• Lazos y otras estructuras de control se hacen mediante 
instrucciones tipo GOTO
– Los saltos en el HC11




SPIN ADDA #1 ;suma uno al acumulador A
JMP SPIN ;lo repite otra vez
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Direccionamiento en los saltos
• Los saltos usan direccionamiento relativo  
– Especificar la dirección destino para el salto
• Expresado como un número de bytes desde el principio de la 
Siguiente instrucción














• Códigos de Condición Basicos
– C - Carry bit (para operaciones aritméticas)
– Z - Zero (verdadero si la operación produce cero)
– N  - Negative (verdadero si operación produce un resultado 
negativo)
– V - Overflow (para operaciones aritmeticas)
– H - Half Carry del bit 3 al 4
• Los códigos de condición son activados por muchas 
operaciones en función de su resultado
– ADDA $2020 ; Si hay acarreo, el Carry se activa
• Los códigos de condición son válidos para instrucción posterior 
a la que los ha activado





















































































• INC, DEC - Incrementa o Decrementa 1
• CLR - limpia (pone a cero)
































• Los lenguajes de alto nivel proporcionan útiles 
estructuras de datos



































































































































































































































• Las subrutinas: son bloques de código que 
pueden ser re-usados desde diferentes partes 
del programa
– Útil para el código usado frecuentemente










• Las subrutinas son llamadas con instrucciones de tipo salto
– [<label>]  BSR <rel>
[<label>]  JSR <opr>
– Ambas saltan al principio de la subrutina…
































Uso de las subrutinas
• Reutilización de acumuladores/registros
– Una subrutina puede cambiar los registros
• Paso de parámetros
– Cómo le damos la información a la subrutina?
• Retorno de resultados
– Cómo tomamos la información que devuelve
• Variables Locales




• Una subrutina necesitará usar varios acumuladores
– No conoce cuales están siendo usados actualmente
• Sobrescribir los registros será desastroso
• Alguien debe intervenir
– Salvar los registros antes de usarlos





















Paso de Parámetros/Valores de Retorno
• Modo simple: Usar registros
– Poner los parámetro en registros  predeterminados
antes de la llamada
– Poner los valores devueltos en registros 
predeterminados antes de volver
• Modo más general: Uso de la pila
– Poner los parámetros (en orden) en la pila antes de la 
llamada, y quitarlos después de la vuelta
– Poner un hueco para guardar los valores de reotrno en 
la pila antes de la llamada
• La subrutina llena el hueco con los valores de retorno
59 Diseño de sisteamas basados en microprocesador
Subrutinas E/S
• El monitor BUFFALO proporciona algunos 
comandos 
– Entrada/salida de caracteres
– Salida de cadenas
– Salida numérica (hex)
– Chequeo de espacios en blanco
– Pasar a mayúsculas
• No proporciona









































Usando la E/S con Números
Los números se almacenan en la CPU en binario...
$2C = 0010 1100
Sin embargo, solo podemos mostrar o introducir valores ASCII
‘A’ = $41, ‘a’ = $61, ‘0’ = $30, ‘1’ = $31, ‘9’ = $39, ...
Para sacar el valor $2C por la pantalla debemos sacar:
     $32 $43  = ‘2C’
Por otra parte, si el usuario introduce ‘2C’,  se convierte en: $32 $43
Un byte numérico se representa mediante dos dígits y
corresponde a dos caracteres ASCII (dos bytes).
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Otras subrutinas
OUTLHLF – Convert the high­order half of Acc. A to an ASCII 
byte representing the number and output to terminal
$FFB2
OUTRHLF – Convert the low­order half of Acc. A to an ASCII 
byte representing the number and output to terminal
$FFB5
OUT1BYT – Convert the byte in memory pointed to by X to two 
ASCII bytes representing the number and output to terminal
$FFBB
OUT1BSP – Convert the byte in memory pointed to by X to two 
ASCII bytes representing the number and output to terminal 
followed by a space character
$FFBE
OUT2BSP – Convert the two consecutive bytes in memory 
pointed to by X to four ASCII bytes representing the number and 
output to terminal followed by a space character
$FFC1
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Otras rutinas
UPCASE – Convert the ASCII character in Acc. A to uppercase$FFA0
WCHEK – Sets the Z bit if character in A is white space 
(comma, space or tab)
$FFA3
DCHEK – Sets the Z bit if character in A is a delimiter (CR or 
white space)
$FFA6
