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Abstrakt
C´ılem prˇedkla´dane´ pra´ce je vytvorˇen´ı nelinea´rn´ıho dynamicke´ho modelu volne´ho prutu
zat´ızˇene´ho sleduj´ıc´ı silou. Rea´lny´m prˇedobrazem modelu je sˇt´ıhla´ pruzˇna´ raketa zat´ızˇena´
tahem reaktivn´ıho motoru. Vzhledem k povaze u´lohy mus´ı model umozˇnˇovat velke´ defor-
mace. Dalˇs´ımi pozˇadavky na aplikovany´ model je vystizˇen´ı materia´love´ho tlumen´ı, tlumen´ı
vlivem interakce modelu s okoln´ım prostrˇed´ım a zaveden´ı vlivu gravitacˇn´ıho pole. Model bude
v budoucnu pouzˇit pro studium pokriticke´ho chova´n´ı uvazˇovane´ konstrukce, proto je jednou
z priorit n´ızka´ cˇasova´ na´rocˇnost simulace.
Vlastn´ı vytvorˇena´ formulace numericke´ho modelu bude implementova´na v programovac´ım
jazyku Java. Pro zobrazen´ı pr˚ubeˇhu simulace a sledova´n´ı stavovy´ch promeˇnny´ch bude vy-
tvorˇeno odpov´ıdaj´ıc´ı graficke´ prostrˇed´ı.
Spra´vnost odvozene´ho modelu bude oveˇrˇena porovna´n´ım vybrany´ch hodnot s analyticky´m
rˇesˇen´ım.
Kl´ıcˇova´ slova
Fyzika´ln´ı diskretizace kontinua, metoda tuhy´ch d´ılc˚u, Lagrangeovska´ mechanika, pohy-
bove´ rovnice, nekonzervativn´ı zat´ızˇen´ı, velke´ deformace.
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Abstract
The aim of the presented thesis is to create a non-linear dynamical model of a free rod
loaded by a follower force. The model is inspired by a slender flexible missile loaded by an
end thrust. Because of the nature of the problem, the model has to be capable of large
deflections. Another requirements on the model are to implement material the damping and
the damping due to the interaction of the model with a surrounding medium and the influence
of gravitational field. In the future, the model will be used for examination of the post-critical
behavior of such construction. Therefore low computational demands of the simulation are
required.
The derived formulation of the numerical model will be implemented using the Java
programming language. For observation of the simulation process and for monitoring of the
state variables, an appropriate graphic interface will be created.
The accuracy of the derived model will be verified by the comparison of selected values
to the analytical solution.
Keywords
Physical discretization of continuum, rigid finite element method, Lagrangian mechanics,
equations of motion, nonconservative load, large deflections.
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Kapitola 1
Teoreticky´ u´vod
V u´vodn´ı cˇa´sti pra´ce je zapotrˇeb´ı pohovorˇit o teori´ıch a pojmech, jenzˇ jsou v dalˇs´ıch cˇa´stech
pra´ce pouzˇity. Prˇestozˇe lze u cˇtena´rˇe prˇedpokla´dat znalosti fyziky, matematiky a stavebn´ı
mechaniky, je na mı´steˇ mu nab´ıdnout kompaktn´ı teoreticky´ u´vod, ktery´ nav´ıc prˇedejde
prˇ´ıpadne´mu nedorozumeˇn´ı.
1.1 Klasicka´ mechanika
1.1.1 U´vod a historie
Mechanika je veˇdn´ı obor zaby´vaj´ıc´ı se studiem pohybu teˇles v prostoru a cˇase. Jej´ı soucˇa´st,
klasicka´ mechanika, zkouma´ pohyb teˇles a objekt˚u v makroskopicke´m meˇrˇ´ıtku 1 prˇi rychlosti
vy´razneˇ nizˇsˇ´ı nezˇ rychlost sveˇtla, viz. obra´zek 1.1.
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Obra´zek 1.1: Zatrˇ´ıdeˇn´ı klasicke´ mechaniky.
S mechanicky´mi jevy se cˇloveˇk poty´ka´ od samy´ch pocˇa´tk˚u vlastn´ı existence. Naprˇ´ıklad
staticka´ rovnova´ha, princip pa´ky, kladky, nakloneˇna´ rovina a dalˇs´ı jednoduche´ stroje, byly
prˇedmeˇtem ba´da´n´ı veˇdc˚u a vyna´lezc˚u jizˇ ve staroveˇke´m Rˇecku. Jedn´ım z nejvy´znamneˇjˇs´ıch
byl zcela jisteˇ Archime´des, ktery´ nav´ıc definoval pojmy jako teˇzˇiˇsteˇ a staticky´ moment.
1Rozmeˇry teˇlesa jsou dosti velke´ pro pozorova´n´ı pouhy´m okem.
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Teoreticky´ u´vod
Klasicka´ mechanika v dnesˇn´ı podobeˇ se zacˇala utva´rˇet v 16. stolet´ı s na´stupem tzv.
modern´ı empiricke´ veˇdy, jenzˇ se op´ıra´ prˇedevsˇ´ım o experiment a meˇrˇen´ı. Zde je vhodne´
poznamenat, zˇe patrneˇ mnohem veˇtsˇ´ı nesna´z´ı nezˇ nevyvinuta´ technologie byl pro tehdejˇs´ı
veˇdce mnohdy zatrvrzely´ odpor spolecˇnosti. Mezi nejveˇtsˇ´ı osobnosti te´ doby patrˇ´ı naprˇ´ıklad
Galileo Galilei a Blaise Pascal. Pravy´m otcem klasicke´ mechaniky je potom Isaac
Newton, jenzˇ v roce 1687 ve sve´ pra´ci Philosophiae Naturalis Principia Mathematica pub-
likoval za´kon vsˇeobecne´ gravitace a trˇi pohybove´ za´kony, viz [18].
1.1.2 Pravou´hla´ sourˇadna´ soustava
Poloha bodu v pravou´hle´ sourˇadne´ soustaveˇ
Kazˇde´mu bodu P v trojrozmeˇrne´m prostoru mu˚zˇe by´t prˇiˇrazen vektor r, ktery´ urcˇuje jeho
polohu vzhledem ke zvolene´mu pocˇa´tku O sourˇadne´ soustavy xyz, viz obra´zek 1.2. Vektor r
lze formulovat jako:
r = x î + y ĵ + z k̂, (1.1)
kde x, y, z jsou rea´lna´ cˇ´ısla, î, ĵ a k̂ jsou potom tzv. jednotkove´ vektory, ktere´ reprezentuj´ı osy
pravou´hle´ho sourˇadne´ho syste´mu. Pro tyto vektory plat´ı:
î =
10
0
 , ĵ =
01
0
 , k̂ =
00
1
 . (1.2)
osa z
osa x
osa y
r
x
y
z
P
O
Obra´zek 1.2: Poloha bodu P v sourˇadne´ soustaveˇ.
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Rychlost bodu v pravou´hle´ sourˇadne´ soustaveˇ
Rychlost pohybu bodu P v prostoru lze cha´pat jako velikost okamzˇite´ zmeˇny vektoru r
popisuj´ıc´ıho jeho polohu. Vektor rychlosti v lze potom zapsat jako:
v =
dr
dt
= lim
t→0
∆r
∆t
, (1.3)
kde ∆r je zmeˇna vektoru r za cˇasovy´ okamzˇik ∆t, tedy:
∆r = r(t+ ∆t)− r(t). (1.4)
Prˇed dosazen´ım do vy´razu (1.3) prˇipomenˇme, zˇe obecneˇ plat´ı:
d
dt
(a + b) =
da
dt
+
db
dt
. (1.5)
Potom je jizˇ mozˇne´ vyja´drˇit vektor rychlosti v:
v =
dr
dt
=
dx
dt
î +
dy
dt
ĵ +
dz
dt
k̂, (1.6)
cˇemuzˇ odpov´ıda´:
v = vx î + vz ĵ + vy k̂. (1.7)
Pro dalˇs´ı potrˇeby jesˇteˇ poznamenejme, zˇe tedy plat´ı:
vx =
dx
dt
, vy =
dy
dt
, vz =
dz
dt
. (1.8)
Pohybliva´ sourˇadna´ soustava
Prˇi pozorova´n´ı chova´n´ı pohybuj´ıc´ıho se teˇlesa mu˚zˇe by´t vy´hodne´ jeho polohu nebo polohu
jeho cˇa´sti vztahovat k vhodneˇ umı´steˇne´ pohyblive´ sourˇadne´ soustaveˇ.
Uvazˇujme pohybuj´ıc´ı se pravou´hlou sourˇadnou soustavu x′y′z′ a soustavu xyz, ktera´ je v
klidu. Polohu bodu P vzhledem k pocˇa´tku O soustavy xyz urcˇuje vektor r, polohu pocˇa´tku O′
soustavy x′y′z′ potom vektor s, viz obra´zek 1.3. Polohu bodu P v˚ucˇi pohybuj´ıc´ı se soustaveˇ
x′y′z′ lze popsat vektorem r′:
r′ = r−R(t). (1.9)
Vektor rychlosti pohybu v′ bodu P , tedy zmeˇnu jeho polohy v cˇase, lze vyja´drˇit snadno:
v′ =
dr′
dt
=
dr
dt
− dR(t)
dt
. (1.10)
Zkra´ceneˇ tedy:
v′ = v−V, (1.11)
kde V je vektor rychlosti pohybu pocˇa´tku O′ soustavy x′y′z′ vzhledem k soustaveˇ xyz.
Prˇi rˇesˇen´ı u´lohy nejen v mechanice je vhodne´ zvolit pocˇa´tek sourˇadne´ho syste´mu tak,
aby bylo pozorova´n´ı chova´n´ı modelu co mozˇna´ nejsnazsˇ´ı. Jak bude uka´za´no pozdeˇji, v
prˇedkla´dane´m modelu je pouzˇita staciona´rn´ı sourˇadna´ soustava pro sledova´n´ı polohy mo-
delu v prostoru a za´rovenˇ pohybliva´ sourˇadna´ soustava, jej´ızˇ vy´hodne´ pouzˇit´ı bude vysveˇtleno
pozdeˇji.
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P
z
x
y
x'
z'
y'
r
r'
s
O
O'
Obra´zek 1.3: Poloha bodu P vzhledem k pohybujic´ı se sourˇadne´ soustaveˇ x′y′z′.
1.1.3 Pola´rn´ı sourˇadna´ soustava
Jak bylo uka´za´no, v pravou´hle´ sourˇadne´ soustaveˇ lze snadno popsat polohu i rychlost bodu.
U neˇktery´ch u´loh je ale vy´hodneˇjˇs´ı zvolit pola´rn´ı sourˇadnou soustavu, jenzˇ mu˚zˇe by´t prˇehledneˇjˇs´ı
a rˇesˇen´ı mu˚zˇe znacˇneˇ zjednodusˇit.
Namı´sto pravou´hly´ch sourˇadnic je poloha bodu P v pola´rn´ı sourˇadne´ soustaveˇ urcˇena
u´hlem ϕ a pr˚uvodicˇem r, viz obra´zek 1.4.
y
x
r
φ
P
0 xP
yP
ω r
Obra´zek 1.4: Poloha bodu P v pola´rn´ı sourˇadne´ soustaveˇ.
Vektor ω je vektorem u´hlove´ rychlosti kolmo na pr˚uvodicˇ r. Vektor r potom zna´zornˇuje
zmeˇnu de´lky pr˚uvodicˇe r v cˇase prˇi konstantn´ım u´hlu ϕ. Lze tedy psa´t:
|ω| = dϕ
dt
,
|r| = d |r|
dt
.
(1.12)
Rychlost pohybu bodu P v rovineˇ lze popsat vektorem v, ktery´ vznikne slozˇen´ım vek-
tor˚u ω a r, tedy:
v = ω + r. (1.13)
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Pro prˇevod mezi pravou´hly´mi a pola´rn´ımi sourˇadnicemi bodu P lze snadno odvodit
vztahy:
xP = |r| cosϕ,
yP = |r| sinϕ,
(1.14)
prˇicˇemzˇ:
|r| =
√
x2P + y
2
P ,
ϕ = arctan
(
xP
yP
)
.
(1.15)
1.1.4 Newtonovy pohybove´ za´kony
Jak jizˇ bylo zmı´neˇno, Isaac Newton v roce 1687 vyslovil trˇi pohybove´ za´kony, jenzˇ jsou
za´kladem klasicke´ mechaniky a dynamiky. Za´kony popisuj´ı vztahy mezi pohybem teˇlesa
a silami na teˇleso p˚usob´ıc´ımi.
Prvn´ı Newton˚uv za´kon
Prvn´ı Newton˚uv za´kon, nazy´vany´ take´ jako Za´kon setrvacˇnosti, je mozˇne´ v prˇekladu zapsat:
”Jestliˇze na teˇleso nep˚usob´ı zˇa´dne´ vneˇjˇs´ı s´ıly nebo je vy´slednice vneˇjˇs´ıch sil nulova´,
potom teˇleso setrva´va´ v klidu nebo v rovnomeˇrne´m prˇ´ımocˇare´m pohybu.”
Lze si vsˇimnout, zˇe za´kon zminˇuje pouze vneˇjˇs´ı s´ıly, ktere´ p˚usob´ı na teˇleso. Je tedy zrˇejme´,
zˇe vnitrˇn´ı s´ıly mezi cˇa´stmi teˇlesa nemaj´ı na pohyb teˇlesa jako celku, prˇesneˇji na pohyb jeho
teˇzˇiˇsteˇ, vliv. Matematicky lze Za´kon setrvacˇnosti formulovat naprˇ´ıklad takto:∑
Fext = 0⇔ dv
dt
= 0. (1.16)
Druhy´ Newton˚uv za´kon
Druhy´ Newton˚uv za´kon, zna´my´ take´ jako Za´kon s´ıly, rˇ´ıka´:
”P˚usob´ı-li na teˇleso s´ıla, pak se teˇleso pohybuje se zrychlen´ım, ktere´ je prˇ´ımo
u´meˇrne´ p˚usob´ıc´ı s´ıle a neprˇ´ımo u´meˇrne´ hmotnosti teˇlesa.”
Tvrzen´ı za´kona lze matematicky zapsat jako:
a =
Fext
m
, (1.17)
kde a je vektor zrychlen´ı teˇlesa a m je hmotnost teˇlesa. Je zrˇejme´, zˇe vy´raz (1.17) mu˚zˇeme
prˇepsat do zna´me´ podoby:
Fext = ma. (1.18)
Rovnici (1.18) lze jesˇteˇ da´le upravit:
Fext = m
dv
dt
=
d(mv)
dt
=
dp
dt
, (1.19)
tedy mu˚zˇeme rˇ´ıci, zˇe s´ıla F je rovna cˇasove´ zmeˇneˇ hybnosti p.
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Trˇet´ı Newton˚uv za´kon
Prve´ dva Newtonovy za´kony se zaby´valy odezvou teˇlesa na p˚usoben´ı vneˇjˇs´ıch sil. Trˇet´ı New-
ton˚uv za´kon, nazy´vany´ take´ jako Za´kon akce a reakce, hovorˇ´ı o vza´jemne´m p˚usoben´ı dvou
teˇles:
”Proti kazˇde´ akci vzˇdy p˚usob´ı stejna´ reakce; jinak: vza´jemna´ p˚usoben´ı dvou teˇles
jsou vzˇdy stejneˇ velka´ a mı´rˇ´ı na opacˇne´ strany.”
Trˇet´ı pohybovy´ za´kon vyja´drˇeny´ matematicky potom vypada´ na´sledovneˇ:
FA,B = −FB,A, (1.20)
kde FA,B je s´ıla vyv´ıjena´ teˇlesem A na teˇleso B a FB,A je s´ıla, kterou teˇleso B zpeˇtneˇ p˚usob´ı
na teˇleso A. Tedy:
FA,B + FB,A = 0 ;
∑
Fext = 0. (1.21)
1.1.5 Za´kon zachova´n´ı hybnosti
Uvazˇujme uzavrˇenou soustavu2 obsahuj´ıc´ı dveˇ na sebe navza´jem siloveˇ p˚usob´ıc´ı hmotna´
teˇlesa A a B. Podle Trˇet´ıho Newtonova za´kona plat´ı, zˇe p˚usob´ıc´ı s´ıly maj´ı stejnou velikost
a opacˇny´ smeˇr. Rovnici (1.20) lze da´le upravit:
mAaA = −mBaB,
mA
dvA
dt
= −mB dvB
dt
,
dpA
dt
= −dpB
dt
,
d
dt
(pA + pB) = 0,
(1.22)
z cˇehozˇ je zrˇejme´, zˇe je-li silova´ vy´slednice soustavy nulova´, celkova´ hybnost soustavy z˚usta´va´
konstantn´ı, viz [13].
Pro soustavu obsahuj´ıc´ı n hmotny´ch bod˚u analogicky plat´ı:
P =
n∑
i=1
pi =
n∑
i=1
mivi, (1.23)
P˙ =
n∑
i=1
p˙i =
n∑
i=1
mi
dvi
dt
=
n∑
i=1
miai =
∑
Fi, (1.24)
n∑
i=1
Fi = 0⇔ P˙ = 0⇔ P = konst, (1.25)
kde pi jsou d´ılcˇ´ı hybosti hmotny´ch bod˚u soustavy a P je celkova´ hybnost soustavy.
2Uzavrˇena´ soustava teˇles nebo hmotny´ch bod˚u je takova´ soustava, kde na sebe obsazˇene´ entity mohou
p˚usobit siloveˇ, poprˇ. si vymeˇnˇovat energii, ale nemohou s okol´ım vymeˇnˇovat hmotu.
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1.1.6 Raketovy´ pohon
Prˇedlohou prˇedkla´dane´ho dynamicke´ho modelu je sˇt´ıhla´ raketa zat´ızˇena´ tahem raketove´ho
motoru, proto je na mı´steˇ zmı´nit i princip fungova´n´ı raketove´ho pohonu. Raketovy´ pohon
se rˇad´ı mezi za´kladn´ı typy reaktivn´ıho pohonu. Dalˇs´ımi typy reaktivn´ıho pohonu jsou:
• proudovy´ pohon,
• na´porovy´ pohon,
• pulzacˇn´ı pohon,
• iontovy´ pohon.
Princip reaktivn´ıho pohonu vycha´z´ı z Trˇet´ıho Newtonova za´kona a Za´kona zachova´n´ı
hybnosti, viz [19]. Reaktivn´ı motory vyv´ıj´ı tah d´ıky tryska´n´ı me´dia z hnac´ı trysky motoru.
V prˇ´ıpadeˇ raketove´ho motoru se jedna´ o spaliny vznikaj´ıc´ı horˇen´ım paliva.
Uvazˇujme raketu o hmotnosti m pohybuj´ıc´ı se rychlost´ı v, viz obra´zek 1.5. Rychlost
unikaj´ıc´ıch spalin oznacˇme jako vex.
vex
m
v
Obra´zek 1.5: Raketa zat´ızˇena´ tahem motoru.
Prˇi horˇen´ı paliva a tryska´n´ı spalin raketa neusta´le ztra´c´ı hmotnost. Hybnost rakety p
v cˇase t lze zapsat jako:
p(t) = m(t)v(t). (1.26)
V cˇase (t+ dt) se hmotnost rakety sn´ızˇ´ı na (m(t)− dm). Hybnost rakety se zmeˇn´ı na:
p(t+ dt) = (m(t)− dm) (v(t) + dv) . (1.27)
Ztracene´ spaliny maj´ı hmotnost dm a rychlost (v(t) − vex). Celkova´ hybnost rakety
a ztraceny´ch spalin P v cˇase (t+ dt) je potom:
P(t+ dt) = (m(t)− dm) (v(t) + dv) + dm(v(t)− vex). (1.28)
Zmeˇna celkove´ hybnosti dP ma´ tedy tvar:
dP = P(t+ dt)−P(t) = mdv + dmvex. (1.29)
Pokud na soustavu nep˚usob´ı zˇa´dne´ vneˇjˇs´ı s´ıly, jej´ı hybnost z˚usta´va´ konstantn´ı a jej´ı
zmeˇna v cˇase dP je nulova´. Lze tedy tvrdit, zˇe:
mdv = −dmvex. (1.30)
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Pokud vydeˇl´ıme obeˇ strany rovnice (1.30) cˇlenem dt, z´ıska´me vy´raz:
m
dv
dt
= −dm
dt
vex. (1.31)
Tedy:
ma = −m˙vex, (1.32)
kde (−m˙) je rychlost, s jakou raketa ztra´c´ı hmotnost horˇ´ıc´ıho paliva. Podle Druhe´ho New-
tonova za´kona, viz rovnice (1.18), lze levou stranu vy´razu (1.32) oznacˇit za hnac´ı s´ılu, tedy
tah raketove´ho motoru Fthrust:
Fthrust = −m˙vex. (1.33)
Separace promeˇnny´ch v rovnici (1.30) da´le vede na vy´raz:
dv = −dm
m
vex. (1.34)
Pokud je rychlost tryska´n´ı spalin vex konstantn´ı, integrac´ı obdrzˇ´ıme vy´sledek:
v− v0 = vex ln
(m0
m
)
, (1.35)
kde v0 je pocˇa´tecˇn´ı rychlost rakety a m0 je pocˇa´tecˇn´ı celkova´ hmotnost rakety.
Blizˇsˇ´ı pohled na vy´raz (1.35) ukazuje rychlostn´ı omezen´ı raketove´ho pohonu. Pomeˇr
m0/m je maxima´ln´ı ve chv´ıli, kdy je vesˇkere´ palivo spa´leno a m obsahuje pouze hmot-
nost rakety a na´kladu. I v krajn´ım prˇ´ıpadeˇ, kdy by pocˇa´tecˇn´ı hmotnost rakety byla tvorˇena
z 90% hmotnost´ı paliva, je nejvysˇsˇ´ı pomeˇr m0/m roven 10, tedy maxima´ln´ı z´ıskana´ rychlost
(v− v0) bude prˇiblizˇneˇ 2.3 vex.
Z uvedene´ho vyply´va´, zˇe je vhodne´ maximalizovat rychlost tryska´n´ı spalin vex a da´le
s vy´hodou navrhnout raketu o v´ıce stupn´ıch, jezˇ mohou by´t v pr˚ubeˇhu letu odhozeny, cˇ´ımzˇ
se sn´ızˇ´ı celkova´ hmotnost rakety ve vztahu ke stupnˇ˚um na´sleduj´ıc´ım.
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1.2 Energie
Energie je jednou ze za´kladn´ıch fyzika´ln´ıch velicˇin. Energie je skala´rn´ı velicˇinou, je tedy
urcˇena pouze velikost´ı. V prˇ´ırodeˇ lze energii popsat v mnoha podoba´ch, viz [19]. Uved’me ty
hlavn´ı:
• kineticka´ energie,
• potencia´ln´ı energie,
– gravitacˇn´ı potencia´ln´ı energie,
– potencia´ln´ı energie vznikla´ pruzˇnou deformac´ı,
– tlakova´ potencia´ln´ı energie,
• elektricka´ energie,
• magneticka´ energie,
• vnitrˇn´ı energie,
– tepelna´ energie,
– jaderna´ energie,
– chemicka´ energie.
1.2.1 Potencia´ln´ı energie
Potencia´ln´ı energie Ep (v zahranicˇn´ı literaturˇe oznacˇovana´ jako V ) je energie, jenzˇ se mu˚zˇe
kumulovat v syste´mu, viz [19] a [20]. Prˇ´ıkladem mu˚zˇe by´t gravitacˇn´ı potencia´ln´ı energie, kdy
je potencia´ln´ı energie u´meˇrna´ hmotnosti teˇlesa m, gravitacˇn´ımu zrychlen´ı g a vy´sˇce teˇzˇiˇsteˇ
teˇlesa nad srovna´vac´ı rovinou h, tedy:
Ep = mg h. (1.36)
Dalˇs´ı mozˇnost´ı kumulace energie je pruzˇna´ deformace teˇlesa. Prˇi protazˇen´ı nebo stlacˇen´ı
translacˇn´ı pruzˇiny tuhosti k a pocˇa´tecˇn´ı de´lky l o de´lku ∆l, viz obra´zek 1.6, p˚usob´ı na pruzˇinu
s´ıla Fts:
Fts = k∆l. (1.37)
Pro potencia´ln´ı energii translacˇn´ı pruzˇiny Ep,ts plat´ı:
Ep,ts =
∫ ∆l
0
Fts dl =
1
2
k∆l2. (1.38)
Podobneˇ v prˇ´ıpadeˇ rotacˇn´ı pruzˇiny, viz obra´zek 1.6, spojuj´ıc´ı dva tuhe´ d´ılce prˇi deformaci
o u´hel ϕ p˚usob´ı moment Mrs:
Mrs = k ϕ. (1.39)
Vy´raz pro potencia´ln´ı energii Ep,rs nashroma´zˇdeˇnou v rotacˇn´ı pruzˇineˇ ma´ potom tvar:
Ep,rs =
∫ ϕ
0
Mrs dϕ =
1
2
k ϕ2. (1.40)
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Fts
l+
Δ
l
k k φ
Mrs
Obra´zek 1.6: Translacˇn´ı a rotacˇn´ı pruzˇina.
1.2.2 Kineticka´ energie
Kineticka´ energie je mozˇna´ nejbeˇzˇneˇjˇs´ı forma energie. Pro hmotny´ bod o hmotnosti m
a rychlosti v lze vy´raz pro jeho kinetickou energii Ek (v zahranicˇn´ı literaturˇe oznacˇovanou
take´ T ) formulovat jako:
Ek =
1
2
mv2. (1.41)
1.2.3 Za´kon zachova´n´ı energie
Za´kon zachova´n´ı energie rˇ´ıka´, zˇe celkova´ energie izolovane´ soustavy3 z˚usta´va´ konstantn´ı.
Energie tedy nemu˚zˇe by´t nijak vyrobena ani znicˇena, pouze se mu˚zˇe prˇemeˇnˇovat z jedne´
formy do jine´.
Uvazˇujme kyvadlo o jednom stupni volnosti, viz obra´zek 1.7, s nehmotny´m tuhy´m za´veˇsem
de´lky l, na jehozˇ konci je soustrˇedeˇna´ hmota m. Na hmotu m p˚usob´ı gravitacˇn´ı zrychlen´ı
o velikosti g.
φ
0
x
y
m
l
h
Obra´zek 1.7: Tuhe´ kyvadlo s jedn´ım stupneˇm volnosti.
3Izolovana´ soustava teˇles nebo hmotny´ch bod˚u je takova´ soustava, kde na sebe obsazˇene´ entity mohou
p˚usobit siloveˇ, ale nemohou s okol´ım vymeˇnˇovat energii nebo hmotu.
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Kyvadlo je v cˇase t0 = 0 vychy´leno od svisle´ho rovnova´zˇne´ho stavu o u´hel ϕ0. Jak bylo
uvedeno, jeho potencia´ln´ı energie Ep(t0) ma´ velikost:
Ep(t0) = mg h = mg l sinϕ(t0) (1.42)
Rychlost za´veˇsu kyvadla v lze vyja´drˇit pomoc´ı jeho u´hlove´ rychlosti jako:
v = l ω, (1.43)
kde ω je u´hlova´ rychlost kyvadla, tedy:
ω =
dϕ
dt
. (1.44)
Pro kinetickou energii kyvadla Ek plat´ı vztah (1.41). Po u´praveˇ z´ıska´va´me vy´raz:
Ek =
1
2
ml2ω2. (1.45)
V cˇase t0 ma´ kyvadlo nulovou u´hlovou rychlost, jeho kineticka´ energie Ek je proto nulova´.
U´hlova´ vy´chylka kyvadla ϕ (a tedy vy´sˇka h) je maxima´ln´ı, cozˇ znamena´ i maxima´ln´ı hodnotu
potencia´ln´ı energie.
Celkova´ energie kyvadla E je prosty´m soucˇtem jeho potencia´ln´ı a kineticke´ energie:
E = Ep + Ek = konst. (1.46)
Pro energii kyvadla v cˇase t0 tedy plat´ı:
E = Ep(t0) + Ek(t0) = mg l sinϕ(t0) + 0. (1.47)
Po uvolneˇn´ı kyvadla zacˇne vy´chylka ϕ i vy´sˇka kyvadla h klesat, naopak rychlost kyvadla
bude r˚ust. V libovolne´m okamzˇiku t1 lze vystihnout energii kyvadla vy´razem (1.46), plat´ı
tedy:
E = Ep(t1) + Ek(t1) = mg l sinϕ(t1) +
1
2
ml2ω(t1)
2. (1.48)
V okamzˇiku t2, kdy je kyvadlo v nejnizˇsˇ´ı poloze, je vy´sˇka kyvadla h nad srovna´vac´ı
rovinou nulova´ a u´hlova´ rychlost kyvadla ω je maxima´ln´ı. Vesˇkera´ energie kyvadla je tedy
ve formeˇ kineticke´ energie. Lze proto psa´t:
E = Ep(t2) + Ek(t2) = 0 +
1
2
ml2ω(t2)
2. (1.49)
Protozˇe uvazˇovany´ mechanicky´ syste´m je konzervativn´ı a nedocha´z´ı tedy ke ztra´ta´m
energie, popsany´ cyklus pohybu kyvadla a prˇemeˇnˇova´n´ı energie z potencia´ln´ı na kinetickou
se neusta´le opakuje.
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1.3 Lagrangeovska´ mechanika
V pr˚ubeˇhu let 1772 azˇ 1788 Joseph-Louis Lagrange publikoval svoji formulaci klasicke´ New-
tonovske´ mechaniky. Lagrangeova formulace je ekvivalentn´ım popisem stavu syste´mu v po-
rovna´n´ı s Newtonovsky´m prˇ´ıstupem. Na rozd´ıl od Newtona, vyuzˇ´ıvaj´ıc´ıho k popisu po-
hybu vektory, Lagrange pouzˇ´ıva´ skala´rn´ı velicˇiny - kinetickou a potencia´ln´ı energii syste´mu.
Lagrange˚uv prˇ´ıstup rovneˇzˇ pouzˇ´ıva´ efektivneˇjˇs´ıho popisu stavu syste´mu, totizˇ konfiguracˇn´ı
prostor zobecneˇny´ch sourˇadnic.
Lagrangeova formulace je, jak bude pozdeˇji uka´za´no, velmi elegantn´ım prˇ´ıstupem popisu
dynamiky syste´mu, viz [7] Pomoc´ı jednoduche´ pocˇa´tecˇn´ı rovnice, obsahuj´ıc´ı pouze skala´rn´ı
velicˇiny, lze relativneˇ snadno sestrojit pohybove´ rovnice popisuj´ıc´ı chova´n´ı syste´mu.
1.3.1 Zobecneˇne´ sourˇadnice syste´mu
Jak bylo zmı´neˇno, Lagrangeovsky´ popis stavu syste´mu nepouzˇ´ıva´ k popisu stavu syste´mu
nutneˇ karte´zskou sourˇadnou soustavu. K popsa´n´ı stavu syste´mu lze zvolit libovolne´ parame-
try, ktere´ v kazˇde´m okamzˇiku jednoznacˇneˇ popisuj´ı stav sledovane´ho syste´mu. Pouzˇit´ı vhodneˇ
zvoleny´ch zobecneˇny´ch sourˇadnic by´va´ vy´hodneˇjˇs´ı take´ z d˚uvodu znacˇne´ rozmanitosti u´loh
v mechanice.
Pokud ma´ sledovany´ syste´m n stupnˇu volnosti4, pro jednoznacˇny´ popis stavu syste´mu
je zrˇejmeˇ zapotrˇeb´ı alesponˇ n zobecneˇny´ch sourˇadnic. Poznamenejme, zˇe pouzˇit´ı v´ıce zo-
becneˇny´ch sourˇadnic jizˇ da´le neprˇina´sˇ´ı zˇa´dne´ vy´hody.
1.3.2 Konfiguracˇn´ı prostor, zobecneˇne´ rychlosti syste´mu
Zobecneˇne´ sourˇadnice syste´mu tvorˇ´ı tzv. konfiguracˇn´ı prostor vsˇech prˇ´ıpustny´ch poloh ne-
boli konfigurac´ı syste´mu. Takto popsa´n, konfiguracˇn´ı prostor neposkytuje u´plnou infor-
maci o fyzika´ln´ım stavu syste´mu, viz [7]. V dynamicke´ u´loze je zapotrˇeb´ı zna´t nav´ıc rych-
losti hmotny´ch bod˚u, tedy zobecneˇne´ rychlosti syste´mu. Oznacˇ´ıme-li zobecneˇne´ sourˇadnice
syste´mu jako q0, q1, . . . , qn−1, pro jejich zobecneˇne´ rychlosti q˙0, q˙1, . . . , q˙n−1 plat´ı:
q˙i =
dqi
dt
. (1.50)
1.3.3 Lagrangeova funkce
Uvazˇujme hmotny´ bodM o hmotnostim pohybuj´ıc´ı se prostorem. Kineticka´ energie hmotne´ho
bodu Ek ma´ zrˇejmeˇ tvar, viz 1.41. Kineticka´ energie je tedy funkc´ı rychlosti hmotne´ho bodu:
Ek =
1
2
mv2 =
1
2
m r˙2 =
1
2
m
(
x˙2 + y˙2 + z˙2
)
= Ek (x˙, y˙, z˙) . (1.51)
Potencia´ln´ı energie hmotne´ho bodu Ep naby´va´ tvaru, viz 1.36. Za´vis´ı tedy na poloze
hmotne´ho bodu v prostoru:
Ep = mg h(r) = Ep(x, y, z). (1.52)
4Stupenˇ volnosti je smeˇr posunu nebo pootocˇen´ı, jimizˇ se hmotny´ bod nebo teˇleso mu˚zˇe pohybovat.
V prostoru obecneˇ n = 3N − v, kde N je pocˇet hmotny´ch bod˚u a v je pocˇet vazeb.
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Lagrangeova funkce (nebo zkra´ceneˇ Lagrangia´n) L je prosty´m rozd´ılem dvou skala´r˚u -
kineticke´ a potencia´ln´ı energie syste´mu. Tedy:
L = Ek − Ep, (1.53)
v zahranicˇn´ı literaturˇe pak:
L = T − V. (1.54)
Lagrangeova funkce L je funkc´ı rychlosti a polohy hmotne´ho bodu, tedy vsˇech promeˇnny´ch
popisuj´ıc´ıch dynamicky´ stav syste´mu:
L = L (t, x, y, z, x˙, y˙, z˙) . (1.55)
Pro obecny´ syste´m popsany´ pomoc´ı n zobecneˇny´ch sourˇadnic a rychlost´ı:
L = L (t, q0, q˙0, q1, q˙1, . . . , qn−1, q˙n−1) = L (t,q, q˙) . (1.56)
1.3.4 Virtua´ln´ı posunut´ı, virtua´ln´ı pra´ce
Virtua´ln´ı posunut´ı hmotne´ho bodu δr je libovolne´ mysˇlene´ posunut´ı, ktere´ vyhovuje okra-
jovy´m podmı´nka´m u´lohy, viz [11] a [12]. Mu˚zˇe j´ım by´t virtua´ln´ı posun δs nebo virtua´ln´ı
pootocˇen´ı δϕ.
Virtua´ln´ı pra´ce δW je pra´ce skutecˇny´ch sil nebo moment˚u na virtua´ln´ım prˇemı´steˇn´ı, tedy
naprˇ´ıklad:
δW = F δs,
δW = M δϕ.
(1.57)
Virtua´ln´ı pra´ce je skala´rn´ı velicˇinou, nebot’ vznika´ skala´rn´ım soucˇinem vektor˚u.
Uvazˇujme hmotny´ bod, na ktery´ p˚usob´ı vy´slednice vneˇjˇs´ıch sil F. Vektor s´ıly F lze rozlozˇit
ve smeˇru sourˇadnicovy´ch os x, y, z na d´ılcˇ´ı vektory Fx,Fy,Fz. Podobneˇ virtua´ln´ı posun δs
se skla´da´ ze slozˇek δsx, δsy, δsz. Virtua´ln´ı pra´ce δW vy´slednice vneˇjˇs´ıch sil F na virtua´ln´ım
posunut´ı δs je potom da´na vztahem:
δW = Fx δsx + Fy δsy + Fz δsz. (1.58)
Pro statickou rovnova´zˇnou soustavu sil da´le plat´ı Lagrange˚uv princip virtua´ln´ıch prac´ı:
”Virtua´ln´ı pra´ce δW rovnova´zˇne´ soustavy sil Fi(i = 0, 1, . . . , n) p˚usob´ıc´ı na hmotny´
bod nebo tuhe´ teˇleso je prˇi libovolne´m virtua´ln´ım posunut´ı δr rovna nule.”
Matematicky zapsa´no:
δW =
n∑
i=0
Fi δri = 0. (1.59)
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1.3.5 D’Alembert˚uv princip
Sestavme pohybovou rovnici pro hmotny´ bod M o hmotnosti m, na ktery´ p˚usob´ı vy´slednice
vneˇjˇs´ıch sil F a vy´slednice reakcˇn´ıch sil R:
F + R = ma = m r¨, (1.60)
kde r je polohovy´ vektor hmotne´ho bodu M . Pravou stranu rovnice (1.60) lze oznacˇit jako
setrvacˇnou s´ılu Z, pro kterou plat´ı:
Z = −ma = −p˙. (1.61)
Po dosazen´ı tedy lze psa´t:
F + R + Z = 0, (1.62)
cozˇ je matematicky´m za´pisem D’Alembertova principu, jenzˇ ma´ p˚uvod v Newtonovy´ch po-
hybovy´ch za´konech:
”Dynamicky´ syste´m je v rovnova´ze pod vlivem sil vneˇjˇs´ıch, reakcˇn´ıch a setrvacˇny´ch.”
Da´le uzˇijme principu virtua´ln´ıch prac´ı. Pokud budeme uvazˇovat idea´ln´ı vazby, pro ktere´ plat´ı:
δWR = R δs = 0, (1.63)
z´ıska´va´me vy´raz:
δW = F δs + Z δs = 0, (1.64)
tedy:
δW = F δs− (m r¨) δs = F δs− p˙δs = 0, (1.65)
cozˇ je formulace D’Alembertova prinicpu ve formeˇ virtua´ln´ıch prac´ı:
”Rozd´ıl virtua´ln´ıch prac´ı, konany´ch vneˇjˇs´ımi silami p˚usob´ıc´ımi na hmotny´ bod
na virtua´ln´ım posunut´ı δs, a virtua´ln´ıch prac´ı, konany´ch silami setrvacˇny´mi
na te´mzˇe posunut´ı, je roven nule. ”
1.3.6 Hamilton˚uv pricip nejmensˇ´ı akce
Definujme nejprve akci syste´mu S jako integra´l Lagrangeovy funkce L, viz (1.56), mezi dveˇma
cˇasovy´mi okamzˇiky ta a tb:
S(ta, tb) =
∫ tb
ta
L (t,q, q˙) dt (1.66)
Princip nejmensˇ´ı akce se zakla´da´ na tvrzen´ı, zˇe ze vsˇech prˇ´ıpustny´ch trajektori´ı syste´mu
je uskutecˇneˇna trajektorie nejvy´hodneˇjˇs´ı, viz [7]. Naprˇ´ıklad z hlediska energeticke´ na´rocˇnosti,
nutne´ho cˇasu5 a podobneˇ. U mechanicke´ho syste´mu prˇedpokla´da´me, zˇe ze vsˇech mozˇny´ch
trajektorii´ı probeˇhne ta, pro kterou integra´l (1.66) naby´va´ minima´ln´ı hodnoty.
Uvedeny´ integra´l se nazy´va´ funkciona´l6. U´kolem je tedy naj´ıt minima´ln´ı hodnotu funk-
ciona´lu, totizˇ extre´m ve staciona´rn´ım bodeˇ.
5Prˇ´ıkladem je tzv. Fermat˚uv princip v optice: Sveˇtlo se v prostoru sˇ´ıˇr´ı z jednoho bodu do druhe´ho po
takove´ dra´ze, aby doba potrˇebna´ k prˇekona´n´ı te´to dra´hy byla minima´ln´ı.
6Funkciona´l je zobrazen´ı, ktere´ prˇiˇrazuje funkci cˇ´ıslo - energii, cˇas a podobneˇ.
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1.3.7 Lagrangeovy rovnice
Hamilton˚uv princip nejmensˇ´ı akce da´le pouzˇijeme k odvozenn´ı Lagrangeovy´ch rovnic. Jak
bylo uvedeno, vy´voj stavu syste´mu bude prob´ıhat po trajektorii s minima´ln´ı akc´ı. Zaved’me
virtua´ln´ı posunut´ı δq(t) jako infinitezima´ln´ı rozd´ıl mysˇlene´ a uskutecˇneˇne´ trajektorie syste´mu
v libovolne´m cˇase t, viz obra´zek 1.8:
δq(t) = qvirt(t)− qreal(t). (1.67)
ta
tb
uskutečněná
 trajektorie q
neuskutečněná
(virtuální)
 trajektorie q
t
t
δq
real
virt
Obra´zek 1.8: Trajektorie vy´voje dynamicke´ho syste´mu.
Da´le uved’me, zˇe virtua´ln´ı i uskutecˇneˇna´ trajektorie zacˇ´ına´ a koncˇ´ı v totozˇne´m bodeˇ
konfiguracˇn´ıho prostoru:
δq(ta) = δq(tb) = 0, (1.68)
a nakonec za´meˇnnost operac´ı derivace podle cˇasu a variace δ:
d
dt
δq = δq˙. (1.69)
Da´le budeme hledat minimum integra´lu akce S. Stanovme podmı´nky extrema´lnosti:
δ
∫ tb
ta
L (t,q, q˙) dt = 0,∫ tb
ta
δL (t,q, q˙) dt = 0,∫ tb
ta
(
∂L
∂qk
δqk +
∂L
∂q˙k
δq˙k
)
dt = 0.
(1.70)
Nyn´ı proved’me integraci per partes druhe´ho cˇlenu vy´sledku (1.70):∫ tb
ta
{
∂L
∂qk
δqk − d
dt
(
∂L
∂q˙k
)
δqk
}
dt+
[
∂L
∂q˙k
δqk
]tb
ta
= 0. (1.71)
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S prˇihle´dnut´ım k tvrzen´ı (1.68) lze posledn´ı cˇlen vy´razu (1.71) oznacˇit za nulovy´. Mu˚zˇeme
potom psa´t:∫ tb
ta
{
∂L
∂qk
− d
dt
(
∂L
∂q˙k
)}
δqkdt = 0. (1.72)
Rovnost (1.72) mus´ı platit pro kazˇde´ cˇasy ta a tb a pro kazˇde´ virtua´ln´ı posunut´ı δqk.
Za´rovenˇ virtua´ln´ı posunut´ı δqk jsou na sobeˇ neza´visla´, protozˇe pocˇet zobecneˇny´ch sourˇadnic
je roven pocˇtu stupnˇ˚u volnosti. Pro kazˇde´ k potom mus´ı platit:
∂L
∂qk
− d
dt
(
∂L
∂q˙k
)
= 0, k = 0, 1, . . . , n− 1 , (1.73)
kde n je pocˇet zobecneˇny´ch sourˇadnic syste´mu.
Rovnice (1.73) se nazy´vaj´ı Lagrangeovy rovnice, viz [20]. Prˇedstavuj´ı nutne´ podmı´nky
extrema´lnosti (minimality) funkciona´lu akce S. Matematicky se jedna´ o obycˇejne´ diferencia´ln´ı
rovnice druhe´ho rˇa´du pro uskutecˇneˇnou trajektorii qk, viz [14] a [15].
1.4 Pohybove´ rovnice a jejich rˇesˇen´ı
1.4.1 Pohybove´ rovnice
Pohybova´ rovnice syste´mu je matematicky´ prˇedpis popisuj´ıc´ı mozˇne´ trajektorie vy´voje syste´mu
v za´vislosti na cˇase, viz [14] a [2]. Pro rˇesˇen´ı pohybovy´ch rovnic je potrˇeba zna´t pocˇa´tecˇn´ı
podmı´nky, zde pocˇa´tecˇn´ı hodnoty stavovy´ch promeˇnny´ch syste´mu.
Pro rˇesˇen´ı disipativn´ıch syste´mu˚7 beˇzˇneˇ postacˇuj´ı tzv. explicitn´ı numericke´ metody, viz
[16]. Konzervativn´ı8 syste´my zpravidla vyzˇaduj´ı robustneˇjˇs´ı numericke´ metody kv˚uli na´rocˇnosti
na numerickou stabilitu rˇesˇen´ı.
1.4.2 Eulerova metoda
Eulerova metoda je nejjednodusˇsˇ´ı explicitn´ı metodou pro rˇesˇen´ı obycˇejny´ch diferencia´ln´ıch
rovnic prvn´ıho rˇa´du. Eulerova metoda je jednokrokova´9 a jednobodova´10 numericka´ metoda.
Uvazˇujme diferencia´ln´ı rovnici ve tvaru:
dx
dt
= F (t, x(t)). (1.74)
Prˇedpis Eulerovy metody je potom:
x(t+ h) = x(t) + hF (t, x(t)), (1.75)
kde h je krok numericke´ metody a F (t, x(t)) je smeˇrnice aproximacˇn´ı prˇ´ımky v bodeˇ x(t).
Smeˇrnici F (t, x(t)) lze obdrzˇet jako numerickou prvn´ı derivaci. Prˇiblizˇneˇ potom plat´ı:
f ′(x) ≈ f(x+ h)− f(x)
h
. (1.76)
7U disipativn´ıho mechanicke´ho syste´mu se celkova´ energie syste´mu nezachova´va´. Disipace energie mu˚zˇe
by´t zp˚usobena naprˇ´ıklad tlumen´ım syste´mu.
8V konzervativn´ıch mechanicky´ch syste´mech z˚usta´va´ celkova´ energie syste´mu konstantn´ı.
9Pro rˇesˇen´ı k-krokove´ numericke´ metody je zapotrˇeb´ı zna´t k prˇedchoz´ıch stav˚u - krok˚u.
10Prˇi rˇesˇen´ı pomoc´ı l-bodove´ numericke´ metody je potrˇeba spocˇ´ıtat l hodnot funkce F (t, x(t)).
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Po u´praveˇ lze tedy psa´t:
f(x+ h) ≈ f(x) + h f ′(x). (1.77)
Chyba Eulerovy metody je rˇa´du O(h2). Pro rˇesˇen´ı dynamicke´ho syste´mu s n stavovy´mi
promeˇnny´mi naby´va´ prˇedpis Eulerovy metody tvaru:
xi(t+ h) = xi(t) + hFi(t, x1(t), x2(t), . . . , xn(t)). (1.78)
1.4.3 Semi-implicitn´ı Eulerova metoda
Mnohem stabilneˇjˇs´ıho rˇesˇen´ı prˇi pouzˇit´ı Eulerovy metody lze dosa´hnout jednodouchou u´pravou
vycha´zej´ıc´ı z vlastnost´ı dynamicky´ch syste´mu˚. Dynamicke´ syste´my popisuj´ıc´ı chova´n´ı me-
chanicky´ch konstrukc´ı maj´ı p˚uvod v diferencia´ln´ıch rovnic´ıch druhe´ho rˇa´du a pomoc´ı jedno-
duchy´ch substituc´ı se upravuj´ı na diferencia´ln´ı rovnice prvn´ıho rˇa´du.
Naprˇ´ıklad diferencia´ln´ı rovnici ve tvaru:
m
d2x
dt2
+ c
dx
dt
+ k x = 0, (1.79)
lze substituc´ı
v =
dx
dt
, (1.80)
upravit na soustavu
dv
t
= − c
m
v − k
m
x,
dx
dt
= v.
(1.81)
Prˇi rˇesˇen´ı Eulerovou metodou, viz (1.75), dosta´va´me diferencˇn´ı vztahy:
v(t+ h) = v(t)− h ( c
m
v(t) +
k
m
x(t)),
x(t+ h) = x(t) + h v(t).
(1.82)
Pokud nejdrˇ´ıve vyrˇesˇ´ıme hodnotu stavove´ promeˇnne´ v v cˇase t + h, lze prˇedpis (1.82)
upravit na:
v(t+ h) = v(t)− h ( c
m
v(t) +
k
m
x(t)),
x(t+ h) = x(t) + h v(t+ h).
(1.83)
Popsana´ u´prava Eulerovy metody tedy spocˇ´ıva´ v pouzˇit´ı noveˇ vypocˇtene´ rychlosti v
pro vy´pocˇet nove´ho posunut´ı x. Stejne´ stability vy´pocˇtu dosa´hneme opacˇnou u´pravou, totizˇ
uzˇit´ım noveˇ vypocˇtene´ho posunut´ı pro vy´pocˇet nove´ rychlosti.
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1.4.4 Runge-Kuttova metoda
Runge-Kuttova metoda je jednokrokova´ a cˇtyrˇbodova´ numericka´ metoda. Pro vy´pocˇet je tedy
zapotrˇeb´ı zna´t jeden prˇedchoz´ı stav a hodnoty funkce F (t, x(t)) ve cˇtyrˇech bodech. Pr˚ubeˇh
funkce je aproximova´n polynomem cˇtvrte´ho stupneˇ. Prˇedpis Runge-Kuttovy metody
je na´sleduj´ıc´ı:
k1 = F
(
t, x(t)
)
,
k2 = F
(
t+
h
2
, x(t) + k1
h
2
)
,
k3 = F
(
t+
h
2
, x(t) + k2
h
2
)
,
k4 = F
(
t+ h, x(t) + k3 h
)
,
x(t+ h) = x(t) +
h
6
(
k1 + 2k2 + 2k3 + k4
)
.
(1.84)
Chyba Runge-Kuttovy metody je rˇa´du O(h5). Pro rˇesˇen´ı soustav rovnic dynamicke´ho
syste´mu s n stavovy´mi promeˇnny´mi lze prˇedpis zobecnit:
k1i = Fi
(
t, x1(t), x2(t), . . . , xn(t)
)
k2i = Fi
(
t+
h
2
, x1(t) + k11
h
2
, x2(t) + k12
h
2
, . . . , xn(t) + k1n
h
2
)
k2i = Fi
(
t+
h
2
, x1(t) + k21
h
2
, x2(t) + k22
h
2
, . . . , xn(t) + k2n
h
2
)
k4i = Fi
(
t+ h, x1(t) + k31 h, x2(t) + k32 h, . . . , xn(t) + k3n h
)
xi(t+ h) = x(t) +
h
6
(
k1i + 2k2i + 2k3i + k4i
)
, i = 1, 2, . . . , n.
(1.85)
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1.5 Zdroje nelinearit
Fyzika´ln´ı nelinearitou rozumı´me existenci nelinea´rn´ı za´vislosti mezi charakteristikami vneˇjˇs´ıho
zat´ızˇen´ı, napjatosti a deformace konstrukce. U rea´lny´ch konstrukc´ı se vzˇdy vyskytuje ne-
linea´rn´ı chova´n´ı, nicme´neˇ u mnohy´ch u´loh je za urcˇity´ch podmı´nek linearizace rˇesˇen´ı prˇ´ıpustna´
a vede ke snazsˇ´ımu vyrˇesˇen´ı proble´mu se zanedbatelnou odchylkou oproti skutecˇne´mu rˇesˇen´ı.
1.5.1 Geometricka´ nelinearita
Geometricka´ nelinearita rˇesˇen´ı je zp˚usobena za´vislost´ı tvaru (geometrie) konstrukce na zat´ızˇen´ı
nebo okrajovy´ch podmı´nka´ch. Vznik geometricke´ nelinearity ukazˇme na na´sleduj´ıc´ım prˇ´ıkladu.
Uvazˇujme prut de´lky l o jednom stupni volnosti, ktere´mu v pootocˇen´ı bra´n´ı pruzˇina
tuhosti k, viz obra´zek 1.9. Na volne´m konci prutu p˚usob´ı osameˇla´ s´ıla F .
φ
l
l cosφ
F
F
k
Obra´zek 1.9: Konzola zat´ızˇena´ osameˇlou silou.
Momentova´ podmı´nka k bodu vetknut´ı ma´ tvar:
F l cosϕ = k ϕ. (1.86)
Prˇi male´m pootocˇen´ı nosn´ıku lze uvazˇovat:
cosϕ ≈ 1, (1.87)
cozˇ vede k linea´rn´ı za´vislosti mezi p˚usob´ıc´ı silou F a pootocˇen´ım ϕ. Pro male´ deformace lze
tento prˇedpoklad pouzˇ´ıt, anizˇ bychom se dopustili za´vazˇne´ chyby. S rostouc´ı deformac´ı se ale
linea´rn´ı rˇesˇen´ı od prˇesne´ho vy´znamneˇ odchyluje a nen´ı jizˇ prˇ´ıpustne´.
Pro prˇesneˇjˇs´ı aproximaci lze nelinea´rn´ı funkci rozlozˇit do rˇady, z n´ızˇ se da´le pouzˇij´ı prvn´ı
dva nebo v´ıce cˇlen˚u. Pro zmı´neˇny´ prˇ´ıpad plat´ı:
cosϕ = 1− ϕ
2
2!
+
ϕ4
4!
− ϕ
6
6!
+ . . . (1.88)
Po dosazen´ı do momentove´ podmı´nky obdrzˇ´ıme:
F l
(
1− ϕ
2
2!
)
= k ϕ. (1.89)
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Tato aproximace se jev´ı jako vyhovuj´ıc´ı pro veˇtsˇ´ı rozsah u´hlu ϕ. Prˇi dalˇs´ım na´rustu
nelinearity se pochopitelneˇ i toto rˇesˇen´ı zacˇ´ına´ liˇsit od prˇesny´ch hodnot.
U u´loh, kde vznikaj´ı natolik vy´znamna´ prˇetvorˇen´ı, zˇe analyticke´ rˇesˇen´ı je slozˇite´ nebo
nemozˇne´, nezby´va´ nezˇ rˇesˇit u´lohu numericky. Tedy rozdeˇlit rˇesˇen´ı na podkroky a v kazˇde´m
uvazˇovat odpov´ıdaj´ıc´ı geometrii konstrukce.
1.5.2 Materia´lova´ nelinearita
Materia´lova´ nelinearita vznika´ v prˇ´ıpadeˇ, pokud materia´l modelu nen´ı linea´rneˇ pruzˇny´
s platnost´ı Hookeova za´kona:
σ = E ε. (1.90)
Za´vislost mezi napjatost´ı a deformac´ı tedy nen´ı linea´rn´ı, viz obra´zek 1.10, a vlastnosti ma-
teria´lu jsou funkc´ı jeho deformace:
σ = E(ε) ε. (1.91)
σF,
Δl,ε
Obra´zek 1.10: Nelinea´rn´ı pracovn´ı diagram materia´lu.
Podobneˇ jako v prˇedchoz´ım prˇ´ıpadeˇ je trˇeba u´lohu rˇesˇit numericky a v kazˇde´m kroku
pouzˇ´ıt materia´love´ charakteristiky odpov´ıdaj´ıc´ı deformaci modelu.
1.5.3 Nelinearita zp˚usobena´ okrajovy´mi podmı´nkami
Prˇi rˇesˇen´ı mechanicky´ch u´loh jsou skutecˇna´ ulozˇen´ı a zat´ızˇen´ı cˇasto nahrazova´na idealizo-
vany´mi vazbami a silami. Tato zjednodusˇen´ı ovsˇem nesmı´ by´t na u´kor vy´stizˇnosti modelu.
Ve skutecˇnosti se ulozˇen´ı a zat´ızˇen´ı deˇje jako vza´jemny´ kontakt mezi teˇlesy. Tato skutecˇnost
ma´ za na´sledek promeˇnlive´ charakteristiky okrajovy´ch podmı´nek.
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Jako prˇ´ıklad uved’me zmeˇnu polohy teoreticky´ch podpor a smeˇru p˚usoben´ı jejich reakc´ı,
viz obra´zek 1.11a, promeˇnlivost stycˇny´ch ploch na kontaktu teˇles (1.11b) nebo promeˇnnou
tuhost podpory (1.11c). Beˇzˇne´ je take´ naprˇ´ıklad nadzdvizˇen´ı konstrukce z podpory nebo
naopak kontakt s dalˇs´ım objektem v d˚usledku jej´ı deformace.
a) b) c)
Obra´zek 1.11: Prˇ´ıklady neˇktery´ch nelinea´rn´ıch vazeb.
1.6 Konzervativn´ı a nekonzervativn´ı s´ıly
1.6.1 Konzervativn´ı s´ıly
Konzervativn´ı silou je kazˇda´ s´ıla, ktera´ je za´visla´ pouze na sve´ poloze. Je tedy mozˇne´ v
kazˇde´m okamzˇiku urcˇit jej´ı potencia´l. Jako prˇ´ıklad konzervativn´ı s´ıly lze uve´st gravitacˇn´ı
s´ılu, viz sekce 1.2. Pro konzervativn´ı s´ıly plat´ı:
• Prˇi pohybu teˇlesa po uzavrˇene´ krˇivce, viz obra´zek 1.12a, je pra´ce konana´ konzervativn´ı
silou rovna nule:
W =
∮
C
F dr = 0. (1.92)
• Prˇi pohybu teˇlesa z jednoho bodu do druhe´ho nen´ı celkova´ pra´ce vykonana´ konzerva-
tivn´ı silou za´visla´ na trajektorii, viz obra´zek 1.12b.
• Konzervativn´ı s´ıla je opacˇna´ ke gradientu sve´ho potencia´lu:
F = −∇Φ. (1.93)
1.6.2 Nekonzervativn´ı s´ıly
Pro nekonzervativn´ı s´ıly neplat´ı uvedene´ vlastnosti sil konzervativn´ıch. Pro nekonzervativn´ı
s´ıly tedy nelze urcˇit potencia´l, nebot’ r˚uzne´ trajektorie vedou k jine´ vykonane´ pra´ci. Stejneˇ
tak jimi vykonana´ pra´ce na uzavrˇene´ krˇivce nen´ı rovna nule. Zde jako prˇ´ıklad lze uve´st trˇec´ı
nebo tlumı´c´ı s´ıly.
Nekonzervativn´ı s´ıly nejsou za´visle´ pouze na poloze sve´ho p˚usobiˇsteˇ, ale take´ na okamzˇite´
konfiguraci syste´mu. Nekonzervativn´ı s´ıly, ktere´ meˇn´ı sve´ p˚usoben´ı v za´vislosti na geometrii
konstrukce, se nazy´vaj´ı sleduj´ıc´ı s´ıly, viz [10].
Rea´lny´m prˇ´ıkladem sleduj´ıc´ıch sil je tryska´n´ı me´dia z konzoloveˇ ulozˇene´ trubky nebo
pra´veˇ prˇedmeˇt te´to pra´ce - tah reaktivn´ıho motoru p˚usob´ıc´ı tecˇneˇ v˚ucˇi konci rakety, viz
obra´zek 1.13.
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x
h h
x
A A
B
a) b)
Obra´zek 1.12: Zna´zorneˇn´ı konzervativn´ıch vlastnost´ı gravitacˇn´ı s´ıly.
F
Obra´zek 1.13: Pruzˇna´ sˇt´ıhla´ raketa zat´ızˇena´ tahem motoru.
1.7 Metoda tuhy´ch d´ılc˚u
Metoda tuhy´ch d´ılc˚u, nazy´vana´ take´ metoda simplexn´ıch prvk˚u, viz [8] a [2], uzˇ´ıva´ specia´ln´ıho
zp˚usobu diskretizace kontinua11. Kontinuum je rozdeˇleno na tuhe´ d´ılce vza´jemneˇ spojene´
prvky schopne´ deformace, tzv. kumula´tory prˇetvorˇen´ı, viz obra´zek 1.14b. Narozd´ıl od rea´lne´
konstrukce a metody konecˇny´ch prvk˚u nez˚usta´va´ model hladce spojity´, viz obra´zek 1.14a.
Vy´hodou metody tuhy´ch d´ılc˚u je bezproble´move´ vystihnut´ı geometricke´ nelinearity. V prˇ´ıpadeˇ
dynamicke´ formulace nav´ıc obdrzˇ´ıme prˇ´ımo soustavu pohybovy´ch rovnic v kanonicke´m tvaru.
a)
b)
Obra´zek 1.14: Idealizace konstrukce metodou tuhy´ch d´ılc˚u.
11Jako fyzika´ln´ı diskretizace je mysˇleno vytvorˇen´ı modelu konstrukce, ktery´ je svou podstatou diskre´tn´ı, lze
jej ale cha´pat jako rea´lnou konstrukci, viz [4].
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Kazˇdy´ tuhy´ d´ılec ma´ vlastn´ı pomeˇrnou hmotnost a vlastn´ı teˇzˇiˇsteˇ, je tedy nositelem kine-
ticke´ energie modelu. Deformace - potencia´ln´ı energie modelu - se akumuluje na kontaktech
tuhy´ch d´ılc˚u v kumula´torech prˇetvorˇen´ı. Tyto jsou beˇzˇneˇ uvazˇova´ny jako dokonale pruzˇne´.
Pruzˇne´ spojen´ı tuhy´ch d´ılc˚u by meˇlo by´t voleno s ohledem na povahu u´lohy tak, aby
dostatecˇneˇ vystihovalo podstatu modelu, ale nenavysˇovalo zbytecˇneˇ slozˇitost odvozen´ı a nebo
vy´pocˇetn´ı na´rocˇnost rˇesˇen´ı.
Vybrane´ mozˇne´ varianty jsou uka´za´ny na obra´zku 1.15:
• spojen´ı tuhy´ch d´ılc˚u rotacˇn´ı pruzˇinou (1.15a),
• spojen´ı translacˇn´ı pruzˇinou (1.15b),
• spojen´ı kombinac´ı rotacˇn´ıch a translacˇn´ıch pruzˇin (1.15c),
• spojen´ı obecnou pruzˇinou umozˇnˇuj´ıc´ı nav´ıc zahrnut´ı vlivu smyku (1.15d).
a)
c)
b)
d)
Obra´zek 1.15: Varianty kontaktn´ıch kumula´tor˚u prˇetvorˇen´ı.
35
Kapitola 2
Odvozen´ı numericke´ho modelu
2.1 U´vod
Za´meˇrem pra´ce je vytvorˇen´ı nelinea´rn´ıho dynamicke´ho modelu volne´ho prutu schopne´ho
velky´ch deformac´ı. Pro tento u´kol pouzˇijeme zvla´sˇtn´ı prˇ´ıpad metody tuhy´ch d´ılc˚u, viz [8].
Vy´hodou tohoto modelu je, jak pozdeˇji uvid´ıme, jeho jednoduchost a nena´rocˇnost
na vy´pocˇetn´ı dobu. Ta je u numericky´ch model˚u prˇ´ımo u´meˇrna´ nejvysˇsˇ´ı frekvenci, kterou
model kmita´. U sˇt´ıhle´ho ocelove´ho prutu jsou rˇa´doveˇ nejvysˇsˇ´ı frekvence dosahova´ny prˇi
norma´love´m kmita´n´ı (kmita´n´ı pruzˇny´ch kumula´tor˚u norma´love´ho prˇetvorˇen´ı - translacˇn´ıch
pruzˇin). Na chova´n´ı takove´ konstrukce ma´ vsˇak norma´love´ kmita´n´ı na rozd´ıl od kmita´n´ı
prˇ´ıcˇne´ho zanedbatelny´ vliv. Vol´ıme tedy model norma´loveˇ dokonale tuhy´, cˇ´ımzˇ se vyhneme
vzniku vysˇsˇ´ıch frekvenc´ı. Jediny´mi kumula´tory prˇetvorˇen´ı v modelu tak z˚usta´vaj´ı rotacˇn´ı
pruzˇiny spojuj´ıc´ı tuhe´ d´ılce. Volny´ prut uvazˇujeme konstantn´ıho pr˚urˇezu s hmotnost´ı M ,
y
0 x
F
Obra´zek 2.1: Model volne´ho prutu zat´ızˇene´ho sleduj´ıc´ı silou.
de´lkou L a ohybovou tuhost´ı EI. Vy´pocˇtovy´ model rozdeˇluje prut na n tuhy´ch d´ılc˚u vza´jemneˇ
spojeny´ch klouby. V mı´stech kloub˚u nahrazuj´ı ohybovou tuhost linea´rn´ı rotacˇn´ı pruzˇiny,
nebot’ d´ıky dostatecˇne´ sˇt´ıhlosti prutu uvazˇujeme materia´l jako linea´rneˇ pruzˇny´. Lze uka´zat,
zˇe pro prvky modelu plat´ı:
m =
M
n
, l =
L
n
, k =
EI
l
, (2.1)
kde m je hmotnost tuhe´ho d´ılce, l je de´lka tuhe´ho d´ılce a k je tuhost rotacˇn´ı pruzˇiny.
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2.1.1 Princip odvozen´ı
Prˇi odvozova´n´ı se budeme rˇ´ıdit za´sadami klasicke´ mechaniky, viz [19]. Nejdrˇ´ıve sestav´ıme
Lagrangeovu funkci L, viz sekce 1.3.7.
L = Ek − Ep, (2.2)
kde Ek je kineticka´ energie modelu a Ep je potencia´ln´ı energie modelu. Pohybove´ rovnice
modelu potom obdrzˇ´ıme uzˇit´ım Eulerovy-Lagrangeovy rovnice, viz (1.73):
d
dt
(
∂L
∂q˙i
)
=
∂L
∂qi
, (2.3)
kde t je cˇas, qi je zobecneˇna´ sourˇadnice syste´mu a q˙i je zobecneˇna´ rychlost syste´mu.
2.2 Energie
2.2.1 Kineticka´ energie modelu
Uvazˇujme rovinny´ model volne´ho prutu slozˇeny´ ze trˇ´ı tuhy´ch d´ılc˚u, viz obra´zek 2.2. Dı´lce
jsou stejneˇ dlouhe´ a rotacˇn´ı pruzˇiny maj´ı stejnou tuhost. Vztahy, ktere´ zde z´ıska´me, na´m
da´le poslouzˇ´ı pro zobecneˇn´ı cele´ho proble´mu.
φ0 ω0
0 x
y
vy,0
x,0
x,1
y,1 x,2
y,2
x,3
y,3
φ
φ
1
2
ω
1
ω
2
v
v
v
v
v
v
v
1
0
2
Obra´zek 2.2: Model volne´ho prutu.
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Jako prvn´ı formulujme vy´raz pro kinetickou energii prvn´ıho d´ılce Ek1. Pro vytnuty´ dife-
rencia´ln´ı element o de´lce dr plat´ı:
dEk0 =
1
2
dm v21 =
1
2
ρ dr v21, (2.4)
kde dm je hmotnost diferencia´ln´ıho elementu, ρ je hustota elementu a v1 je absolutn´ı rychlost
elementu.
y,0v φ
l
r
dm
x
y
0
x,0
0
v
Obra´zek 2.3: Prvn´ı d´ılec modelu.
Absolutn´ı rychlost elementu z´ıska´me slozˇen´ım dvou neza´visly´ch pohyb˚u - translacˇn´ıho
pohybu prvn´ıho bodu o rychlosti v0 a rotacˇn´ıho pohybu prvn´ıho d´ılce o u´hlove´ rychlosti ω0.
Dı´lcˇ´ı slozˇky translacˇn´ı rychlosti vx1 a vy1 mu˚zˇeme tedy zapsat ve tvaru:
vx1 = vx0 − ω0 r sin(ϕ0),
vy1 = vy0 + ω0 r cos(ϕ0).
(2.5)
Pro slozˇky translacˇn´ı rychlosti vx0 a vy0 plat´ı:
vx0 =
d
dt
x0, vy0 =
d
dt
y0, (2.6)
a pro u´hlove´ rychlosti ωi obecneˇ:
ωi =
d
dt
ϕi, i = 0, 1 . . . n− 1. (2.7)
S uzˇit´ım vy´razu:
v1 =
√
v2x1 + v
2
y1, (2.8)
mu˚zˇeme po u´praveˇ a dosazen´ı do rovnice (2.4) psa´t:
dEk0 =
1
2
ρ dr v21 =
1
2
ρ dr
[
(vx0 − ω0 r sin(ϕ0))2 + (vy0 + ω0 r cos(ϕ0))2
]
. (2.9)
Celkovou kinetickou energii prvn´ıho d´ılce Ek1 z´ıska´me integrac´ı po cele´ de´lce:
Ek0 =
1
2
ρ
∫ l
0
[
vx0 − ω0 r sin(ϕ0))2 + (vy0 + ω0 r cos(ϕ0))2
]
dr
=
1
2
m
[
v2x0 + v
2
y0 +
1
3
ω20 l
2 − vx0 ω0 l sin(ϕ0) + vy0 ω0 l cos(ϕ0)
]
.
(2.10)
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V prˇ´ıpadeˇ druhe´ho d´ılce postupujeme obdobneˇ. Celkovou rychlost elementu na druhe´m
d´ılci obdrzˇ´ıme slozˇen´ım translacˇn´ı rychlosti pocˇa´tecˇn´ıho bodu v0, obvodove´ rychlosti kon-
cove´ho bodu prvn´ıho d´ılce a rotacˇn´ıho pohybu diferencia´ln´ıho elementu na druhe´m d´ılci
o u´hlove´ rychlosti ω1. Pro slozˇky vx2 a vy2 z´ıska´va´me vztahy:
vx2 = vx0 − ω0 l sin(ϕ0)− ω1 r sin(ϕ1),
vy2 = vy0 + ω0 l cos(ϕ0) + ω1 r cos(ϕ1).
(2.11)
Vy´raz pro kinetickou energii diferencia´ln´ıho elementu na druhe´m d´ılci ma´ tedy na´sleduj´ıc´ı
podobu:
dEk1 =
1
2
ρ dr v22 =
1
2
ρ dr
[
(vx0 − ω0 l sin(ϕ0)− ω1 r sin(ϕ1))2+
+(vy0 + ω0 l cos(ϕ0) + ω1 r cos(ϕ1))
2
]
,
(2.12)
Pro z´ıska´n´ı kineticke´ energie druhe´ho d´ılce Ek1 opeˇt zintegrujme vy´raz (2.12) prˇes celou
de´lku d´ılce:
Ek1 =
1
2
ρ
∫ l
0
v22dr =
1
2
m
[
v2x0 + v
2
y0 + ω
2
0l
2 +
1
3
ω12l
2 − 2 vx0 ω0 l sin(ϕ0) +
+ 2 vy0 ω0 l cos(ϕ0)− vx0 ω1 l sin(ϕ1) + vy0 ω1 l cos(ϕ1) +
+ω0 ω1 l
2 cos(ϕ1 − ϕ0)
]
.
(2.13)
Oproti vy´razu (2.10) budou nada´le prˇiby´vat soucˇiny u´hlovy´ch rychlost´ı, ktere´ v dalˇs´ım
odvozen´ı pohybovy´ch rovnic zp˚usob´ı na´r˚ust slozˇitosti vy´pocˇtu.
S uzˇit´ım stejny´ch prˇedpoklad˚u jako v prˇedchoz´ım prˇ´ıpadeˇ mu˚zˇeme da´le odvodit vy´raz
pro kinetickou energii trˇet´ıho d´ılce Ek2. Dı´lcˇ´ı slozˇky celkove´ rychlosti diferencia´ln´ıho elementu
na trˇet´ım d´ılci vzniknou obdobneˇ:
vx3 = vx0 − ω0 l sin(ϕ0)− ω1 l sin(ϕ1)− ω2 r sin(ϕ2),
vy3 = vy0 + ω0 l cos(ϕ0) + ω1 l cos(ϕ1) + ω2 r cos(ϕ2).
(2.14)
Po integraci z´ıska´va´me kinetickou energii trˇet´ıho d´ılce Ek2 ve tvaru:
Ek2 =
1
2
ρ
∫ l
0
v23dr =
1
2
m
[
v2x0 + v
2
y0 + ω
2
0l
2 + ω21l
2 +
1
3
ω22l
2 − 2 vx0 ω0 l sin(ϕ0) +
+ 2 vy0 ω0 l cos(ϕ0)− 2 vx0 ω1 l sin(ϕ1) + 2 vy0 ω1 l cos(ϕ1)−
− vx0 ω2 l sin(ϕ2) + vy0 ω2 l cos(ϕ2) + 2ω0 ω1 l2 cos(ϕ1 − ϕ0) +
+ω0 ω2 l
2 cos(ϕ2 − ϕ0) + ω1 ω2 l2 cos(ϕ2 − ϕ1)
]
.
(2.15)
39
Odvozen´ı numericke´ho modelu
Nyn´ı formulujme obecny´ tvar kineticke´ energie s-te´ho tuhe´ho d´ılce Ek,s. Vsˇimneme-li si
rozvoje vy´raz˚u (2.10), (2.13) a (2.15), mu˚zˇeme psa´t:
Ek,s =
1
2
m
{
v2x0 + v
2
y0 + l
2
s−1∑
i=0
ω2i +
1
3
ω2s l
2 − 2 vx0 l
s−1∑
i=0
ωi sin(ϕi) +
+ 2 vy0 l
s−1∑
i=0
ωi cos(ϕi) + ωs l [−vx0 sin(ϕs) + vy0 cos(ϕs)] +
+ 2 l2
s−2∑
k=0
[
k−1∑
i=1
ωk ωi cos(ϕi − ϕk) +
s−1∑
i=k+1
ωk ωi cos(ϕi − ϕk)
]
+
+l2
s−1∑
k=0
ωk ωs cos(ϕs − ϕk)
}
.
(2.16)
Vy´raz pro celkovou kinetickou energii modelu Ek ma´ tedy podobu:
Ek =
1
2
m
{
n
(
v2x0 + v
2
y0
)
+ l2
n−1∑
i=0
[
ω2i
(
1
3
+ (n− i− 1)
)]
−
− l vx0
n−1∑
i=0
[ωi sin(ϕi) (1 + 2(n− i− 1))] +
+ l vy0
n−1∑
i=0
[ωi cos(ϕi) (1 + 2(n− i− 1))] +
+
n−1∑
j=0
[
2 l2
j−2∑
k=0
(
k−1∑
i=1
ωk ωi cos(ϕi − ϕk) +
j−1∑
i=k+1
ωk ωi cos(ϕi − ϕk)
)
+
+l2
n−2∑
k=0
ωk ωn−1 cos(ϕn−1 − ϕk)
]}
.
(2.17)
2.2.2 Potencia´ln´ı energie modelu
Z´ıska´n´ı vy´razu pro potencia´ln´ı energii Ep bude snazsˇ´ı, nebot’ v uvazˇovane´m modelu se po-
tencia´ln´ı energie akumuluje pouze v rotacˇn´ıch pruzˇina´ch mezi tuhy´mi d´ılci. Pruzˇineˇ spojuj´ıc´ı
s-ty´ a s+1 d´ılec prˇideˇl´ıme index s, s+1. Napjatost pruzˇiny mu˚zˇeme zapsat jako:
Ms,s+1 = k∆ϕ = k (ϕs+1 − ϕs) , (2.18)
pro jej´ı potencia´ln´ı energii Ep,s tedy plat´ı:
Ep,s =
1
2
Ms,s+1 ∆ϕ =
1
2
k (ϕs+1 − ϕs)2 . (2.19)
Celkovou potencia´ln´ı energii Ep z´ıska´me sumac´ı vsˇech d´ılcˇ´ıch vy´raz˚u:
Ep =
∑
Ep,i =
1
2
k
n−2∑
s=0
(ϕs+1 − ϕs)2 . (2.20)
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2.3 Pohybove´ rovnice
Jak jizˇ bylo zmı´neˇno, pro odvozen´ı pohybovy´ch rovnic pouzˇijeme za´kladn´ı vztahy (2.2)
a (2.3). Za´rovenˇ budeme mı´t na pameˇti substituce (2.6) a (2.7). Odvozen´ı tedy provedeme
podle rovnic:
d
dt
(
∂L
∂vx0
)
=
∂L
∂x0
, (2.21)
d
dt
(
∂L
∂vy0
)
=
∂L
∂y0
, (2.22)
d
dt
(
∂L
∂ωs
)
=
∂L
∂ϕs
, s = 0, 1, 2, . . . , n− 1. (2.23)
Nejprve provedeme derivace kineticke´ energie Ek podle stavovy´ch promeˇnny´ch vx0, vy0 a ωs.
Podle vy´razu (2.17) mu˚zˇeme psa´t:
∂Ek
∂vx0
=
1
2
m
{
2n vx0 − l
n−1∑
i=0
[ωi sin(ϕi) (1 + 2(n− i− 1))]
}
, (2.24)
∂Ek
∂vy0
=
1
2
m
{
2n vy0 + l
n−1∑
i=0
[ωi cos(ϕi) (1 + 2(n− i− 1))]
}
, (2.25)
∂Ek
∂ωs
=
1
2
m
{
2 l2 ωs
(
1
3
+ (n− s− 1)
)
− l vx0 sin(ϕs) (1 + 2(n− s− 1)) +
+ l vy0 cos(ϕs) (1 + 2(n− s− 1)) + 2 l2
s−1∑
i=0
ωi cos(ϕs − ϕi)+
+ l2ωn−1 cos(ϕs − ϕn−1)
}
,
(2.26)
Vy´sledky, ktere´ jsme obdrzˇeli, da´le zderivujeme podle cˇasu:
d
dt
(
∂Ek
∂vx0
)
=
1
2
m
{
2n v˙x0 − l
n−1∑
i=0
[ω˙i sin(ϕi) (1 + 2(n− i− 1))]−
− l
n−1∑
i=0
[
ω2i cos(ϕi) (1 + 2(n− i− 1))
]}
,
(2.27)
d
dt
(
∂Ek
∂vy0
)
=
1
2
m
{
2n v˙y0 + l
n−1∑
i=0
[ω˙i cos(ϕi) (1 + 2(n− i− 1))] −
− l
n−1∑
i=0
[
ω2i sin(ϕi) (1 + 2(n− i− 1))
]}
,
(2.28)
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d
dt
(
∂Ek
∂ωs
)
=
1
2
m
{
2 l2 ω˙s
(
1
3
+ (n− s− 1)
)
− l v˙x0 sin(ϕs) (1 + 2(n− s− 1)) −
− l vx0 ωs cos(ϕs) (1 + 2(n− s− 1)) + l v˙y0 cos(ϕs) (1 + 2(n− s− 1))−
− l vy0 ωs sin(ϕs) (1 + 2(n− s− 1)) + 2 l2
s−1∑
i=0
ω˙i cos(ϕs − ϕi)−
− 2 l2
s−1∑
i=0
[
ωiωs sin(ϕs − ϕi) + ω2i sin(ϕs − ϕi)
]
+ l2ω˙n−1 cos(ϕs − ϕi)−
− l2ωsωn−1 sin(ϕn−1 − ϕs) + l2ω2n−1 sin(ϕn−1 − ϕs)
}
.
(2.29)
Nyn´ı si prˇiprav´ıme derivace kineticke´ energie Ek podle promeˇnny´ch x0, y0 a ϕs. Z podmı´nek
rovnova´hy lze odvodit, zˇe:
∂Ek
∂x0
= 0,
∂Ek
∂y0
= 0. (2.30)
Derivace podle u´hl˚u pootocˇen´ı d´ılc˚u ϕs ma´ potom tvar:
∂Ek
∂ϕs
=
1
2
m
{
− l vx0 ωs cos(ϕs) (1 + 2(n− s− 1))− l vy0 ωs sin(ϕs) (1 + 2(n− s− 1)) −
− 2 l2
s−1∑
i=0
ωi ωs sin(ϕs − ϕi) + 2 l2
n−2∑
i=s+1
ωs ωi sin(ϕi − ϕs) +
+ l2ωs ωn−1 sin(ϕn−1 − ϕs)
}
,
(2.31)
∂Ek
∂ϕn−1
=
1
2
m
{
− l vx0 ωn−1 cos(ϕn−1)− l vy0 ωn−1 sin(ϕn−1) −
− l2
n−2∑
i=0
ωi ωn−1 sin(ϕn−1 − ϕi)
}
.
(2.32)
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Posledn´ım krokem je z´ıskat derivace potencia´ln´ı energie Ek podle u´hl˚u pootocˇen´ı d´ılc˚u ϕs.
Vyjdeme z vy´razu (2.20) a z´ıska´me vy´sledek:
∂Ep
∂ϕ0
= k (ϕ0 − ϕ1), (2.33)
∂Ep
∂ϕs
= k (−ϕs−1 + 2ϕs − ϕs+1), (2.34)
∂Ep
∂ϕn−1
= k (ϕn−1 − ϕn−2), (2.35)
∂Ep
∂x0
= 0, (2.36)
∂Ep
∂x0
= 0. (2.37)
V tuto chv´ıli je jizˇ vsˇe potrˇebne´ prˇipraveno a podle vy´raz˚u (2.21), (2.22) a (2.23) mu˚zˇeme
vytvorˇit soustavu rovnic:
d
dt
(
∂L
∂vx0
)
=
∂Ek
∂x0
− ∂Ep
∂x0
, (2.38)
d
dt
(
∂L
∂vy0
)
=
∂Ek
∂y0
− ∂Ep
∂y0
, (2.39)
d
dt
(
∂L
∂ωs
)
=
∂Ek
∂ϕs
− ∂Ep
∂ϕs
, s = 0, 1, 2, . . . , n− 1. (2.40)
43
Odvozen´ı numericke´ho modelu
2.3.1 Maticovy´ tvar
Pro prˇehlednost za´pisu prˇevedeme soustavu rovnic do maticove´ho tvaru:
M
d
dt
(v + ω) = Qω2 −Kϕ,
d
dt
ϕ = ω,
d
dt
s = v.
(2.41)
kde v, ω a ϕ jsou vektory stavovy´ch promeˇnny´ch syste´mu - translacˇn´ıch rychlost´ı, u´hlovy´ch
rychlost´ı a u´hl˚u jednotlivy´ch d´ılc˚u.
Matice M je symetricka´ a reprezentuje hmotne´ momenty setrvacˇnosti d´ılc˚u. Mu˚zˇeme
si vsˇimnout, zˇe prˇi maly´ch hodnota´ch vza´jemne´ho pootocˇen´ı d´ılc˚u (maly´ch deformac´ıch
prutu) z˚ustane prˇiblizˇneˇ konstantn´ı, k cˇemuzˇ by dosˇlo v prˇ´ıpadeˇ linearizace rˇesˇen´ı (mo-
menty setrvacˇnosti d´ılc˚u nejsou za´visle´ na jejich pootocˇen´ı), viz [2]. Rovneˇzˇ je zde zrˇejme´
rozdeˇlen´ı matice, kdy se prvn´ı dva rˇa´dky vztahuj´ı k translacˇn´ım rychlostem a zbyly´ obsah
matice se ty´ka´ rychlost´ı u´hlovy´ch.
Matice Q obsahuje transformacˇn´ı momenty setrvacˇnosti. Nen´ı jizˇ cˇtvercova´, avsˇak mu˚zˇeme
videˇt, zˇe spodn´ı cˇtvercova´ cˇa´st je antisymetricka´ s nulami na diagona´le. Na rozd´ıl od ma-
tice M se zde hodnoty prˇi maly´ch deformac´ıch prutu bl´ızˇ´ı nule. Vy´znam matice Q tedy
nar˚usta´ s deformac´ı prutu a uplatn´ı se pro nelinea´rn´ı rˇesˇen´ı.
Maticovy´ tvar pohybovy´ch rovnic uzav´ıra´ pa´sova´ matice ohybovy´ch tuhost´ı rotacˇn´ıch
pruzˇin K. Pro dodrzˇen´ı forma´lneˇ spra´vne´ho tvaru matice nesmı´me zapomenout doplnit dva
pra´zdne´ rˇa´dky (derivace podle vx0 a vy0). Matice tuhosti ma´ potom tvar:
K = k

0 0 0 . . . 0 0
0 0 0 . . . 0 0
1 −1
−1 2 −1
−1 2 −1
. . .
. . .
. . .
−1 2 −1
−1 1

. (2.42)
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M
=
1 2
m
                                  2n
0
−l
si
n
ϕ
0
(1
+
2(
n
−
1)
)
−l
si
n
ϕ
1
(1
+
2(
n
−
2)
)
..
.
−l
si
n
ϕ
i
(1
+
2(
n
−
i
−
1)
)
−l
si
n
ϕ
n
−1
2n
lc
os
ϕ
0
(1
+
2(
n
−
1)
)
lc
os
ϕ
1
(1
+
2(
n
−
2)
)
..
.
lc
os
ϕ
i
(1
+
2(
n
−
i
−
1)
)
lc
os
ϕ
n
−1
2
l2
(1 3
+
(n
−
1)
)
2
l2
co
s(
ϕ
1
−
ϕ
0
)
..
.
2
l2
co
s(
ϕ
i
−
ϕ
0
)
l2
co
s(
ϕ
n
−1
−
ϕ
0
)
2l
2
(1 3
+
(n
−
2)
)
..
.
2
l2
co
s(
ϕ
i
−
ϕ
1
)
l2
co
s(
ϕ
n
−1
−
ϕ
1
)
. .
.
. . .
. . .
sy
m
et
ri
e
2
l2
(1 3
+
(n
−
i
−
1)
)
l2
co
s(
ϕ
n
−1
−
ϕ
i)
2 3
l2
                                  ,
(2
.4
3
)
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Q
=
1 2
m
                                       
lc
os
ϕ
0
(1
+
2(
n
−
1)
)
lc
os
ϕ
1
(1
+
2(
n
−
2)
)
lc
os
ϕ
2
(1
+
2(
n
−
3)
)
..
.
lc
os
ϕ
i
(1
+
2(
n
−
i
−
1)
)
lc
o
s
ϕ
n
−1
ls
in
ϕ
0
(1
+
2(
n
−
1)
)
ls
in
ϕ
1
(1
+
2(
n
−
2)
)
ls
in
ϕ
2
(1
+
2(
n
−
3)
)
..
.
ls
in
ϕ
i
(1
+
2(
n
−
i
−
1)
)
ls
in
ϕ
n
−1
0
l2
si
n
(ϕ
1
−
ϕ
0
)
(1
+
2(
n
−
2)
)
l2
si
n
(ϕ
2
−
ϕ
0
)
(1
+
2(
n
−
3)
)
..
.
l2
si
n
(ϕ
i
−
ϕ
0
)
(1
+
2(
n
−
i
−
1)
)
l2
si
n
(ϕ
n
−1
−
ϕ
0
)
l2
si
n
(ϕ
0
−
ϕ
1
)
(1
+
2(
n
−
2)
)
0
l2
si
n
(ϕ
2
−
ϕ
1
)
(1
+
2(
n
−
3)
)
..
.
l2
si
n
(ϕ
i
−
ϕ
1
)
(1
+
2(
n
−
i
−
1)
)
l2
si
n
(ϕ
n
−1
−
ϕ
1
)
l2
si
n
(ϕ
0
−
ϕ
2
)
(1
+
2(
n
−
3)
)
l2
si
n
(ϕ
1
−
ϕ
2
)
(1
+
2(
n
−
3)
)
0
..
.
l2
si
n
(ϕ
i
−
ϕ
2
)
(1
+
2(
n
−
i
−
1)
)
l2
si
n
(ϕ
n
−1
−
ϕ
2
)
. . .
. . .
. . .
. .
.
. . .
. . .
l2
si
n
(ϕ
0
−
ϕ
i)
(1
+
2(
n
−
i
−
1)
)
l2
si
n
(ϕ
1
−
ϕ
i)
(1
+
2(
n
−
i
−
1)
)
l2
si
n
(ϕ
2
−
ϕ
i)
(1
+
2(
n
−
i
−
1)
)
..
.
0
l2
si
n
(ϕ
n
−1
−
ϕ
i)
l2
si
n
(ϕ
0
−
ϕ
n
−1
)
l2
si
n
(ϕ
1
−
ϕ
n
−1
)
l2
si
n
(ϕ
2
−
ϕ
n
−1
)
..
.
l2
si
n
(ϕ
i
−
ϕ
n
−1
)
0
                                       .
(2
.4
4
)
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2.4 Aplikovany´ model volne´ho prutu
V prˇedchoz´ı cˇa´sti jsme se zaby´vali odvozen´ım konzervativn´ıho modelu volne´ho prutu. Pro nasˇe
potrˇeby ale model jesˇteˇ postra´da´ mnozˇstv´ı potrˇebny´ch soucˇa´st´ı. V prve´ rˇadeˇ je trˇeba doplnit
do modelu sleduj´ıc´ı zat´ızˇen´ı, jenzˇ je nezbytnou slozˇkou u´lohy. Da´le je zapotrˇeb´ı postihnout
r˚uzne´ varianty disipace energie, nebot’ varianta konzervativn´ıho modelu nen´ı pro simulaci
rea´lne´ho chova´n´ı vy´stizˇna´. Posledn´ı nezbytnou soucˇa´st´ı je zahrnut´ı vlivu gravitacˇn´ıho pole.
2.4.1 Sleduj´ıc´ı s´ıla
Sleduj´ıc´ı s´ıla je hlavn´ı soucˇa´st´ı modelu, nebot’ nahrazuje tah reaktivn´ıho motoru v rea´lne´
u´loze. Sleduj´ıc´ı s´ıla meˇn´ı sv˚uj smeˇr v za´vislosti na deformaci konstrukce, viz [10]. V nasˇem
prˇ´ıpadeˇ tak, zˇe p˚usob´ı pod konstantn´ım u´hlem v˚ucˇi konci volne´ho prutu. Prˇida´n´ı u´cˇink˚u
sleduj´ıc´ı s´ıly tedy da´va´ pohybovy´m rovnic´ım (2.41) tvar:
M
d
dt
(v + ω) = Qω2 −Kϕ+ F, (2.45)
kde F je vektor u´cˇink˚u sleduj´ıc´ı s´ıly.
Sleduj´ıc´ı s´ılu oznacˇme jako Ffollower a u´hel sevrˇeny´ s posledn´ım d´ılcem modelu potom
jako υ, viz obra´zek 2.4. Dı´lcˇ´ı slozˇky sleduj´ıc´ı s´ıly Ffollower,x a Ffollower,y potom mu˚zˇeme
vyja´drˇit jako:
Ffollower,x = Ffollower cos(ϕn−1 + υ),
Ffollower,y = Ffollower sin(ϕn−1 + υ).
(2.46)
0 x
y
φ
n-1
υ
Ffollower
Obra´zek 2.4: Pu˚soben´ı sleduj´ıc´ı s´ıly.
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Vektor vlivu sleduj´ıc´ı s´ıly F vznikne slozˇen´ım translacˇn´ıho p˚usoben´ı sleduj´ıc´ı s´ıly a mo-
ment˚u sleduj´ıc´ı s´ıly v˚ucˇi jednotlivy´m kloub˚um:
F =

Fx
Fy
0
0
...
0
0

+Ffollower,x l

0
0
sin(ϕ0)
sin(ϕ1)
...
sin(ϕn−2)
sin(ϕn−1)

− Ffollower,y l

0
0
cos(ϕ0)
cos(ϕ1)
...
cos(ϕn−2)
cos(ϕn−1)

. (2.47)
2.4.2 Materia´love´ tlumen´ı
Je zrˇejme´, zˇe vy´stizˇna´ formulace materia´love´ho tlumen´ı vyzˇaduje experimenta´ln´ı oveˇrˇen´ı prˇi
vhodny´ch podmı´nka´ch. Prˇedlozˇena´ definice bude proto pozdeˇji oveˇrˇena experimentem.
Prˇi formulaci materia´love´ho tlumen´ı vycha´z´ıme z nejjednodusˇsˇ´ı definice linea´rn´ıho
visko´zn´ıho tlumen´ı:
M = −cmω, (2.48)
kde c je koeficient u´tlumu, m je hmotnost d´ılce a ω je vza´jemna´ relativn´ı rychlost sousedn´ıch
d´ılc˚u. Pro popisovany´ model tedy plat´ı:
M = −cintm d
dt
∆ϕ = −cintmωr, (2.49)
kde cint je koeficient materia´love´ho u´tlumu a ωr je rychlost rozev´ıra´n´ı nebo sv´ıra´n´ı dvou
sousedn´ıch d´ılc˚u. Pro tlumı´c´ı moment mezi s-ty´m a s+1 d´ılcem tedy zrˇejmeˇ plat´ı:
M = −cintm (ωs+1 − ωs). (2.50)
Matici materia´love´ho u´tlumu oznacˇme Di. Pohybove´ rovnice (2.41) tedy z´ıskaj´ı na´sleduj´ıc´ı
podobu:
M
d
dt
(v + ω) = Qω2 −Kϕ−Diω, (2.51)
kde ω je vektor u´hlovy´ch rychlost´ı d´ılc˚u.
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Matice materia´love´ho tlumen´ı Di tedy naby´va´ tvaru:
Di = cintm

0 0 0 . . . 0 0
0 0 0 . . . 0 0
1 −1
−1 2 −1
−1 2 −1
. . .
. . .
. . .
−1 2 −1
−1 1

. (2.52)
2.4.3 Tlumen´ı vlivem okoln´ıho prostrˇed´ı
Do chova´n´ı modelu chceme zahrnout i disipaci energie vlivem okoln´ıho prostrˇed´ı. Vektor
tlumen´ı vlivem okoln´ıho prostrˇed´ı oznacˇ´ıme De. Upravme tedy pohybove´ rovnice (2.41)
do tvaru:
M
d
dt
(v + ω) = Qω2 −Kϕ−De. (2.53)
Nejprve definujme tlumı´c´ı s´ılu obecneˇ jako:
D = c m v, (2.54)
kde c je koeficient u´tlumu, m je hmotnost d´ılce a v je rychlost d´ılce. Abychom postihli
za´vislost velikosti u´tlumu na smeˇru pohybu, vztah (2.54) zap´ıˇseme jako:
D = cext ai m v, (2.55)
kde cext je koeficient u´tlumu vlivem okoln´ıho prostrˇed´ı a ai je koeficient zohlednˇuj´ıc´ı vliv
rozd´ılne´ho natocˇen´ı d´ılc˚u v˚ucˇi smeˇru jejich pohybu, pro ktery´ plat´ı:
ai =
∣∣∣∣sin(ϕv,i − ϕi−1 + ϕi2
)∣∣∣∣ , (2.56)
kde ϕv,i je u´hel vektoru absolutn´ı rychlosti d´ılce, ktery´ z´ıska´me podle vztahu:
ϕv,i = arctan
(
vy,i
vx,i
)
. (2.57)
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Prˇehledneˇ je odvozen´ı zna´zorneˇno na obra´zku 2.5.:
0
y
v
i
φ
φ
φ
i-1
i
v,i
φ φ
i-1 i
2
Obra´zek 2.5: Odvozen´ı za´vislosti u´tlumu na smeˇru pohybu modelu.
Prˇi pohledu na vy´raz (2.56) si vsˇimneˇme, zˇe v prˇ´ıpadeˇ male´ho rozd´ılu pr˚umeˇrne´ho u´hlu
natocˇen´ı sousedn´ıch d´ılc˚u a smeˇru jejich pohybu bude hodnota koeficientu ai velmi mala´.
Naopak s rostouc´ım rozd´ılem teˇchto u´hl˚u koeficient ai naby´va´ maxima´ln´ıch hodnot a tlumen´ı
je tak nejvy´razneˇjˇs´ı. Dı´ky te´to formulaci se intenzita tlumen´ı vlivem okoln´ıho prostrˇed´ı bude
v kazˇde´m mı´steˇ modelu adekva´tneˇ liˇsit.
Do vy´razu pro tlumı´c´ı s´ılu nav´ıc vlozˇ´ıme cˇlen si, ktery´m zavedeme vliv stabilizace rakety
pomoc´ı krˇide´lek. V mı´stech modelu, kde bude pozˇadova´no toto prˇ´ıdavne´ tlumen´ı, je hodnota
parametru si veˇtsˇ´ı nezˇ jedna. Trˇen´ı o pla´sˇt’ rakety bude zanedba´no. Obecneˇ tedy plat´ı:
D = cext si ai m v, (2.58)
Pro tlumı´c´ı s´ıly p˚usob´ıc´ı v kloubech modelu nakonec mu˚zˇeme psa´t:
Dx,0 = cext s0 a0
m
2
vx,0,
Dy,0 = cext s0 a0
m
2
vy,0,
Dx,i = cext si ai m vx,i, i = 1, 2, . . . , n− 1,
Dy,i = cext si ai m vy,i, i = 1, 2, . . . , n− 1,
Dx,n = cext sn an
m
2
vx,n,
Dy,n = cext sn an
m
2
vy,n.
(2.59)
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Vektor tlumen´ı vlivem okoln´ıho prostrˇed´ı De se skla´da´ z translacˇn´ıch u´cˇink˚u vy´slednice
tlumı´c´ıch sil a moment˚u tlumı´c´ıch sil k jednotlivy´m kloub˚um modelu. Vy´sledny´ tvar je tedy
na´sleduj´ıc´ı:
De =

∑n
i=0Dx,i∑n
i=0Dy,i
0
0
...
0
0

− l

0
0
sin(ϕ0)
∑n
i=1Dx,i
sin(ϕ1)
∑n
i=2Dx,i
...
sin(ϕk−1)
∑n
i=kDx,i
sin(ϕn−1)Dx,n

+ l

0
0
cos(ϕ0)
∑n
i=1Dy,i
cos(ϕ1)
∑n
i=2Dy,i
...
cos(ϕk−1)
∑n
i=kDy,i
cos(ϕn−1)Dy,n

. (2.60)
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2.4.4 Gravitacˇn´ı zrychlen´ı
Posledn´ı zby´vaj´ıc´ı cˇa´st aplikovane´ho modelu je vliv p˚usoben´ı gravitacˇn´ıho pole. Prˇidejme
tedy do pohybovy´ch rovnic (2.41) vektor gravitacˇn´ıho zrychlen´ı A:
M
d
dt
(v + ω) = Qω2 −Kϕ+ A. (2.61)
Velikost t´ıhove´ s´ıly Fg p˚usob´ıc´ı v teˇzˇiˇsti tuhe´ho d´ılce odvod´ıme snadno z prˇedpokladu:
Fg = mg, (2.62)
kde m je hmotnost d´ılce a g je intenzita gravitacˇn´ıho pole. Podobneˇ pro setrvacˇnou s´ılu Fa
p˚usob´ıc´ı v teˇzˇiˇsti tuhe´ho d´ılce plat´ı:
Fa = mag, (2.63)
kde m je setrvacˇna´ hmotnost d´ılce a ag je zrychlen´ı p˚usob´ıc´ı na d´ılec.
Vektor gravitacˇn´ıho zrychlen´ı A je tedy slozˇen z translacˇn´ıch u´cˇink˚u setrvacˇny´ch sil
a z moment˚u setrvacˇny´ch sil ke kloub˚um modelu:
A =

0
M ag
0
0
...
0
0

− agml

0
0
(n− 12) cos(ϕ0)
(n− 12 − 1) cos(ϕ1)
...
(n− 12 − i) cos(ϕi)
1
2 cos(ϕn−1)

. (2.64)
2.4.5 Aplikovany´ model
Vy´sledna´ podoba aplikovane´ho modelu vznikne slozˇen´ım vsˇech zmı´neˇny´ch d´ılcˇ´ıch slozˇek,
viz (2.45), (2.51), (2.53) a (2.61). Konecˇny´ tvar aplikovane´ho modelu je tedy na´sleduj´ıc´ı:
M
d
dt
(v + ω) = Qω2 −Kϕ−Di −Deω + F + A,
d
dt
ϕ = ω,
d
dt
s = v.
(2.65)
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Vy´sledky numericky´ch simulac´ı
3.1 Vlastn´ı frekvence prutu
Pro zjiˇsteˇn´ı vlastn´ıch frekvenc´ı konstrukce je zapotrˇeb´ı vhodneˇ zvolit bud´ıc´ı impuls. V prˇ´ıpadeˇ
volne´ho prutu je obt´ızˇne´ prut rozkmitat se soucˇasny´m zachova´n´ım rovnova´hy sil. Mohou tedy
vzniknout nezˇa´douc´ı posuny nebo pootocˇen´ı, ktere´ komplikuj´ı sledova´n´ı vibrac´ı.
Volny´ prut mu˚zˇeme vybudit symetricky, v takove´m prˇ´ıpadeˇ ovsˇem obdrzˇ´ıme pouze vlastn´ı
frekvence se symetricky´mi amplitudami. Z toho d˚uvodu byl model upraven take´ do podoby,
kdy je pocˇa´tek prutu pevneˇ vetknut a konstrukce tedy p˚usob´ı jako konzola.
Simulace byly provedeny pro ocelovy´ prut o de´lce L = 2 m, pr˚urˇezove´ plosˇe A = 0.001 m2,
momentu setrvacˇnosti I = 8.33×10−9 m4, modulu pruzˇnosti E = 210×109 Pa a hmotnosti
m = 15 700 g. Prut byl rozdeˇlen na 40 tuhy´ch d´ılc˚u. Postupy analyticke´ho rˇesˇen´ı, jakozˇ
i korˇeny frekvencˇn´ıch rovnic, byly prˇevzaty, viz [17]. Krok vy´pocˇtu byl nastaven na 8×10−4 s,
simulovany´ cˇas byl 50 s. Vy´sledky frekvencˇn´ı analy´zy mu˚zˇeme videˇt v tabulce 3.1.
Frekvence Analyticke´ rˇesˇen´ı [Hz] Simulace [Hz] Odchylka [%]
f1, volny´ prut 13.2876 13.3896 +0.772
f3, volny´ prut 71.8056 72.7841 +1.363
f5, volny´ prut 177.3140 176.1263 −0.670
f1, konzola 2.1966 2.1352 −2.685
f2, konzola 13.7662 13.7785 +0.211
f3, konzola 38.5457 38.4750 −0.059
f4, konzola 75.5343 75.6227 +0.241
f5, konzola 124.8640 125.2371 +0.299
Tabulka 3.1: Srovna´n´ı vypocˇteny´ch vy´sledk˚u s analyticky´m rˇesˇen´ım vlastn´ıch frekvenc´ı.
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Tabulka 3.2 potom ukazuje konvergenci hodnot k prvn´ı vlastn´ı frekvenci volne´ho prutu
a cˇasovou na´rocˇnost simulace. Vy´sledky jsou zna´zorneˇny na obra´zku 3.1.
Pocˇet d´ılc˚u Frekvence [Hz] Vy´pocˇetn´ı doba [s]
10 12.6271 3.624
15 13.1993 6.325
20 13.3815 9.928
25 13.3893 16.904
30 13.3895 25.137
35 13.3896 36.510
40 13.3896 50.581
Tabulka 3.2: Konvergence hodnoty prvn´ı vlastn´ı frekvence a odpov´ıdaj´ıc´ı vy´pocˇetn´ı doba.
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Obra´zek 3.1: Konvergence hodnoty prvn´ı vlastn´ı frekvence volne´ho prutu.
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Obra´zek 3.2: Za´vislost vy´pocˇetn´ı doby na pocˇtu d´ılc˚u.
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3.2 Konzola zat´ızˇena´ vlastn´ı t´ıhou
Dalˇs´ım parametrem, ktery´ byl oveˇrˇen, je pr˚uhyb a pootocˇen´ı volne´ho konce konzoly zat´ızˇene´
vlastn´ı t´ıhou q, viz obra´zek 3.3. Toto oveˇrˇen´ı je za´rovenˇ oveˇrˇen´ım spra´vnosti u´cˇink˚u gra-
vitacˇn´ıho pole. Vy´pocˇet byl proveden pro ocelovy´ prut o de´lce L = 5m, ohybove´ tuhosti
EI = 100Nm2 a hmotnosti m = 50 g.
Konzolove´ho ulozˇen´ı prutu je dosazˇeno fixac´ı polohy prvn´ıho kloubu modelu a pootocˇen´ı
prvn´ıho d´ılce. Z toho d˚uvodu je skutecˇna´ de´lka konzoly L = (5− 5/n), kde n je pocˇet d´ılc˚u.
Simulace prob´ıhala s modelem o 50 d´ılc´ıch. Vzorce pro analyticke´ rˇesˇen´ı byly prˇevzaty,
viz [11].
Pr˚uhyb volne´ho konce konzoly δ lze analyticky vyja´drˇit:
δ =
q l4
8EI
=
0,05×9.81
5−5/50 × (5− 5/50)4
8× 100 = 0.0721m. (3.1)
Pro pootocˇen´ı volne´ho konce konzoly Θ plat´ı vztah:
Θ =
q l3
6EI
=
0,05×9.81
5−5/50 × (5− 5/50)3
6× 100 = 0.0196 rad (3.2)
Θ
l
δ 
q
Obra´zek 3.3: Konzola zat´ızˇena´ vlastn´ı t´ıhou.
Srovna´n´ı vy´sledk˚u z numericke´ho vy´pocˇtu s analyticky´m rˇesˇen´ım nab´ız´ı tabulka 3.3.
Analyticke´ rˇesˇen´ı Simulace Odchylka [%]
Pr˚uhyb δ [m] 0.0721 0.0735 +1.904
Pootocˇen´ı Θ [rad] 0.0196 0.0198 +1.020
Tabulka 3.3: Porovna´n´ı vy´sledk˚u pr˚uhybu a pootocˇen´ı voln´ıho konce konzoly.
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3.3 Kriticka´ s´ıla
Ztra´ta stability konstrukce a hodnota kriticke´ s´ıly jsou velmi vhodne´ na´stroje pro oveˇrˇen´ı
spra´vnosti chova´n´ı modelu. Jev ztra´ty stability u numericke´ho modelu potvrzuje kvalitativneˇ
stejne´ nelinea´rn´ı chova´n´ı jako u rea´lne´ konstrukce. Protozˇe ke ztra´teˇ stability docha´z´ı na´hle,
je samotna´ hodnota kriticke´ s´ıly vy´borny´m kvantitativn´ım oveˇrˇen´ım chova´n´ı modelu, viz [3].
3.3.1 Volny´ prut
Simulace pro z´ıska´n´ı hodnoty kriticke´ s´ıly volne´ho prutu byly prova´deˇny pro ocelovy´ prut
o de´lce L= 5 m a ohybove´ tuhosti EI = 100 Nm2. Simulovany´ cˇas byl 200 sekund. Z´ıskane´
hodnoty kriticke´ s´ıly byly da´le porovna´ny s vy´sledky ze simulac´ı provedeny´ch pro stejny´
model v aplikaci FyDiK, viz [6]. Vy´sledky z numericky´ch simulac´ı byly da´le porovna´ny
s analyticky´m rˇesˇen´ım, viz [9]:
Fcr ≈ 109.54EI
L2
= 109.54
100
52
= 438.16N. (3.3)
Vy´sledky numericky´ch simulac´ı specia´ln´ıho modelu - obdrzˇene´ hodnoty kriticke´ s´ıly, jejich
odchylky oproti analyticke´mu rˇesˇen´ı (3.3) a odpov´ıdaj´ıc´ı vy´pocˇetn´ı doba - jsou prˇehledneˇ
zobrazeny v tabulce 3.4.
Pocˇet d´ılc˚u Kriticka´ s´ıla [N] Odchylka [%] Vy´pocˇetn´ı doba [s]
5 326.12 −25.571 1.255
10 411.83 −6.009 2.397
15 426.81 −2.590 4.326
20 432.05 −1.394 7.344
25 434.49 −0.838 12.042
30 435.80 −0.539 18.783
35 436.59 −0.358 27.486
40 437.14 −0.233 38.478
45 437.48 −0.155 51.829
50 437.91 −0.057 71.481
Tabulka 3.4: Vy´sledky simulac´ı specia´ln´ıho modelu volne´ho prutu.
Vy´sledky obdrzˇene´ prˇi simulac´ıch v aplikaci FyDiK ukazuje podobneˇ strukturovana´ ta-
bulka 3.5.
Pocˇet d´ılc˚u Kriticka´ s´ıla [N] Odchylka [%] Vy´pocˇetn´ı doba [s]
10 400.73 −8.543 27.666
20 433.27 −1.116 84.761
30 439.52 +0.310 216.790
40 441.73 +0.815 444.110
50 442.75 +1.048 825.040
Tabulka 3.5: Vy´sledky simulac´ı provedeny´ch v aplikaci FyDiK.
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Graficke´ zna´zorneˇn´ı konvergence kriticke´ s´ıly nab´ız´ı obra´zek 3.4, na´r˚ust vy´pocˇetn´ı doby
v za´vislosti na pocˇtu d´ılc˚u modelu potom obra´zek 3.5.
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3.3.2 Konzola
Hodnota kriticke´ s´ıly byla oveˇrˇena i na konzolove´m prutu. Model z˚usta´va´ totozˇny´, tedy oce-
lovy´ prut o de´lce L= 5 m a ohybove´ tuhosti EI = 100 Nm2. Vy´sledky numericke´ simulace
budou porovna´ny s analyticky´m rˇesˇen´ım, viz [1] a [3]:
Fcr ≈ 20.05EI
L2
. (3.4)
Jak bylo zmı´neˇno, de´lka vlastn´ı konzoly je vzˇdy L = (5−5/n). Kriticka´ s´ıla tedy nav´ıc za´vis´ı
na pocˇtu d´ılc˚u a liˇs´ı se tak pro kazˇdy´ prˇ´ıpad. Vy´sledky numericky´ch simulac´ı ve srovna´n´ı s
analyticky´m rˇesˇen´ım mu˚zˇeme videˇt v tabulce 3.6.
Pocˇet d´ılc˚u
Kriticka´ s´ıla,
simulace [N]
Kriticka´ s´ıla,
analyticke´ rˇesˇen´ı [N]
Odchylka [%]
5 93.95 125.31 −33.382
10 88.23 99.01 −12.221
15 85.85 92.06 −7.241
20 84.51 88.87 −5.152
25 83.75 87.02 −3.908
30 83.21 85.83 −3.144
35 82.98 84.99 −2.419
40 82.83 84.37 −1.845
45 82.70 83.89 −1.435
50 82.65 83.51 −1.037
Tabulka 3.6: Vy´sledky simulac´ı specia´ln´ıho modelu konzoly.
Graficke´ zna´zorneˇn´ı konvergence vy´sledk˚u nab´ız´ı obra´zek 3.6
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Implementace modelu
Implementace numericke´ho modelu byla provedena v programovac´ım jazyku Java s kom-
pila´torem Java Development Kit, viz [21]. Implementace prob´ıhala v prostrˇed´ı Eclipse IDE
for Java Developers, viz [22]. Pro frekvencˇn´ı analy´zu kmita´n´ı prutu je pouzˇita Rychla´ Fou-
rierova transformace (FFT), viz [4].
4.1 Implementace metod rˇesˇen´ı dynamicke´ho syste´mu
Da´le jsou uvedeny zdrojove´ ko´dy ukazuj´ıc´ı pr˚ubeˇh vy´pocˇtu jednoho kroku jednotlivy´mi nu-
mericky´mi metodami. Pro zprˇ´ıstupneˇn´ı ko´du cˇtena´rˇi nejdrˇ´ıve na´sleduje strucˇny´ popis jed-
notlivy´ch metod:
• assembleMatrixM() - sestav´ı matici hmotny´ch moment˚u setrvacˇnosti M.
• assembleMatrixQ() - sestav´ı matici transformacˇn´ıch moment˚u setrvacˇnosti Q.
• assembleMatrixK() - sestav´ı matici tuhost´ı rotacˇn´ıch pruzˇin K.
• assembleMatrixD() - sestav´ı matici materia´love´ho u´tlumu Di.
• createEquatuion() - sestav´ı zby´vaj´ıc´ı vektory v soustaveˇ rovnic: De,F,A.
• getSolution() - vyrˇesˇ´ı soustavu rovnic Gaussovou eliminacˇn´ı metodou,
vra´t´ı vektor rˇesˇen´ı.
• updateAngles() - aktualizuje u´hly pootocˇen´ı tuhy´ch d´ılc˚u.
• updateCoords() - aktualizuje sourˇadnice kloub˚u spojuj´ıc´ıch tuhe´ d´ılce.
• updateOmegas() - aktualizuje u´hlove´ rychlosti tuhy´ch d´ılc˚u.
• updateVelocities() - aktualizuje translacˇn´ı rychlosti kloub˚u spojuj´ıc´ıch tuhe´ d´ılce.
• updateCG() - vypocˇ´ıta´ polohu teˇzˇiˇsteˇ modelu z aktua´ln´ıch sourˇadnic.
• updateKineticEnergy() - vypocˇ´ıta´ aktua´ln´ı kinetickou energii modelu.
• updatePotentialEnergy() - vypocˇ´ıta´ aktua´ln´ı potencia´ln´ı energii rotacˇn´ıch pruzˇin.
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• updateOverallEnergy() - vra´t´ı celkovou energii modelu.
• updateTime() - prˇicˇte cˇasovy´ krok k prˇedchoz´ımu cˇasu simulace.
4.1.1 Eulerova metoda
Z implementace Eulerovy metody je zrˇejma´ jednoduchost numericke´ho rˇesˇen´ı nelinea´rn´ı dy-
namicke´ u´lohy. Jedina´ na´rocˇna´ cˇa´st je rˇesˇen´ı soustavy rovnic Gaussovou eliminacˇn´ı metodou.
705 /* Euler method */
706 public void stepEuler ()
707 {
708 assembleMatrixM ();
709 assembleMatrixQ ();
710 assembleMatrixK ();
711 assembleMatrixD ();
712 //
713 createEquation ();
714 //
715 getSolution(leftSide , rightSide);
716 //
717 updateAngles ();
718 updateCoords ();
719 //
720 updateOmegas ();
721 updateVelocities ();
722 //
723 updateCG ();
724 //
725 updateKineticEnergy ();
726 updatePotentinalEnergy ();
727 updateOverallEnergy ();
728 //
729 updateTime ();
730 }
4.1.2 Semi-implicitn´ı Eulerova metoda
Jediny´m rozd´ılem oproti klasicke´ Euleroveˇ metodeˇ je za´meˇna porˇad´ı metod updateAngles()
a updateCoords() s metodami updateOmegas() a updateVelocities(), viz sekce 1.4.3.
747 /* Semi -implicit Euler method */
748 public void stepImprovedEuler ()
749 {
750 assembleMatrixM ();
751 assembleMatrixQ ();
752 assembleMatrixK ();
753 assembleMatrixD ();
754 //
755 createEquation ();
756 //
757 getSolution(leftSide , rightSide);
758 //
759 updateOmegas ();
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760 updateVelocities ();
761 //
762 updateAngles ();
763 updateCoords ();
764 //
765 updateCG ();
766 //
767 updateKineticEnergy ();
768 updatePotentinalEnergy ();
769 updateOverallEnergy ();
770 //
771 updateTime ();
772 }
4.1.3 Runge-Kuttova metoda
Runge-Kuttova metoda je cˇtyrˇbodova´ numericka´ metoda. Proto je v ra´mci jednoho kroku
potrˇeba cˇtyrˇikra´t sestavit a vyrˇesˇit soustavu rovnic. Je zrˇejme´, zˇe tato skutecˇnost bude ve´st
ke znacˇne´ cˇasove´ na´rocˇnosti rˇesˇen´ı.
800 /** Runge -Kutta method */
801 public void stepRungeKutta ()
802 {
803 Vector RKsolutionK1=new Vector ();
804 Vector RKsolutionK2=new Vector ();
805 Vector RKsolutionK3=new Vector ();
806 Vector RKsolutionK4=new Vector ();
807 //
808 /* Saving values xi(t) */
809 for (int i=0; i<angles.length; i++)
810 {
811 anglesT[i]= angles[i];
812 omegasT[i]= omegas[i];
813 }
814 for (int i=0; i<coordinates.length; i++)
815 {
816 coordinatesT[i]= coordinates[i];
817 velocitiesT[i]= velocities[i];
818 }
819 //
820 /* k1 x(t) *///////////////////////////
821 assembleMatrixM ();
822 assembleMatrixQ ();
823 assembleMatrixK ();
824 assembleMatrixC ();
825 //
826 createEquation ();
827 //
828 getSolution(leftSide , rightSide);
829 //
830 updateOmegas ();
831 updateVelocities ();
832 //
833 updateAngles ();
834 updateCoords ();
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835 //
836 RKsolutionK1.allocateFor(solution);
837 //
838 for (int row=0; row <solution.getRowCount (); row ++)
839 {
840 RKsolutionK1.addValue(row , solution.getValue(row));
841 }
842
843 /* k2 (xi(t)+k1i*h/2) *///////////////////////////
844 /* input for k2*/
845 for (int row=0; row <solution.getRowCount (); row ++)
846 {
847 solution.setValue(row , RKsolutionK1.getValue(row)/2d);
848 }
849 //
850 for (int i=0; i<angles.length; i++)
851 {
852 angles[i]= anglesT[i];
853 omegas[i]= omegasT[i];
854 }
855 for (int i=0; i<coordinates.length; i++)
856 {
857 coordinates[i]= coordinatesT[i];
858 velocities[i]= velocitiesT[i];
859 }
860 //
861 /* solving for k2 */
862 updateOmegas ();
863 updateVelocities ();
864 updateAngles ();
865 updateCoords ();
866 //
867 //
868 assembleMatrixM ();
869 assembleMatrixQ ();
870 assembleMatrixK ();
871 assembleMatrixC ();
872 //
873 createEquation ();
874 //
875 getSolution(leftSide , rightSide);
876 //
877 RKsolutionK2.allocateFor(solution);
878 //
879 for (int row=0; row <solution.getRowCount (); row ++)
880 {
881 RKsolutionK2.addValue(row , solution.getValue(row));
882 }
883 //
884 //
885 /* k3 (xi(t)+k2i*h/2 *///////////////////////////
886 /* input for k3*/
887 for (int row=0; row <solution.getRowCount (); row ++)
888 {
889 solution.setValue(row , RKsolutionK2.getValue(row)/2d);
890 }
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891 //
892 for (int i=0; i<angles.length; i++)
893 {
894 angles[i]= anglesT[i];
895 omegas[i]= omegasT[i];
896 }
897 for (int i=0; i<coordinates.length; i++)
898 {
899 coordinates[i]= coordinatesT[i];
900 velocities[i]= velocitiesT[i];
901 }
902 //
903 /* solving for k3 */
904 //
905 updateOmegas ();
906 updateVelocities ();
907 updateAngles ();
908 updateCoords ();
909 //
910 //
911 assembleMatrixM ();
912 assembleMatrixQ ();
913 assembleMatrixK ();
914 assembleMatrixC ();
915 //
916 createEquation ();
917 //
918 getSolution(leftSide , rightSide);
919 //
920 RKsolutionK3.allocateFor(solution);
921 //
922 for (int row=0; row <solution.getRowCount (); row ++)
923 {
924 RKsolutionK3.addValue(row , solution.getValue(row));
925 }
926 //
927 //
928 /* k4 (xi(t)+k3i*h) *///////////////////////////
929 for (int row=0; row <solution.getRowCount (); row ++)
930 {
931 solution.setValue(row , RKsolutionK3.getValue(row));
932 }
933 //
934 for (int i=0; i<angles.length; i++)
935 {
936 angles[i]= anglesT[i];
937 omegas[i]= omegasT[i];
938 }
939 for (int i=0; i<coordinates.length; i++)
940 {
941 coordinates[i]= coordinatesT[i];
942 velocities[i]= velocitiesT[i];
943 }
944 //
945 /* solving for k4 */
946 updateOmegas ();
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947 updateVelocities ();
948 updateAngles ();
949 updateCoords ();
950 //
951 //
952 assembleMatrixM ();
953 assembleMatrixQ ();
954 assembleMatrixK ();
955 assembleMatrixC ();
956 //
957 createEquation ();
958 //
959 getSolution(leftSide , rightSide);
960 //
961 RKsolutionK4.allocateFor(solution);
962 //
963 for (int row=0; row <solution.getRowCount (); row ++)
964 {
965 RKsolutionK4.addValue(row , solution.getValue(row));
966 }
967 //
968 //
969 /* final solution xi(t+h)=xi(t)+h/6( k1i+2k2i+2k3i+k4i) */
970 for (int row=0; row <solution.getRowCount (); row ++)
971 {
972 solution.setValue(row , ( RKsolutionK1.getValue(row)+
973 2d*RKsolutionK2.getValue(row)+
974 2d*RKsolutionK3.getValue(row)+
975 RKsolutionK4.getValue(row))/6d);
976 }
977 //
978 for (int i=0; i<angles.length; i++)
979 {
980 angles[i]= anglesT[i];
981 omegas[i]= omegasT[i];
982 }
983 for (int i=0; i<coordinates.length; i++)
984 {
985 coordinates[i]= coordinatesT[i];
986 velocities[i]= velocitiesT[i];
987 }
988 //
989 updateOmegas ();
990 updateVelocities ();
991 //
992 updateAngles ();
993 updateCoords ();
994 //
995 updateCG ();
996 //
997 updateKineticEnergy ();
998 updatePotentinalEnergy ();
999 updateOverallEnergy ();
1000 //
1001 updateTime ();
1002 }
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4.2 Srovna´n´ı metod rˇesˇen´ı dynamicke´ho syste´mu
Pro u´plnost je na mı´steˇ nab´ıdnout vza´jemne´ porovna´n´ı pouzˇity´ch numericky´ch metod pro
rˇesˇen´ı dynamicke´ho syste´mu.
Maxima´ln´ı cˇasovy´ krok
Maxima´ln´ım cˇasovy´m krokem rozumı´me takovy´ krok hmax, prˇi ktere´m je numericke´ rˇesˇen´ı
jesˇteˇ stabiln´ı. Porovna´n´ı vy´sledk˚u nab´ız´ı tabulka 4.1 a obra´zek 4.1.
Pocˇet d´ılc˚u hmax, Euler [s] hmax, S-I Euler [s] hmax, Runge-Kutta [s]
10 0.000 2 0.02 0.025
20 0.000 06 0.005 0.005
30 0.000 02 0.002 0.002
40 0.000 01 0.001 0.001
50 0.000 002 0.000 6 0.000 7
Tabulka 4.1: Maxima´ln´ı cˇasovy´ krok v za´vislosti na pocˇtu d´ılc˚u a metodeˇ.
M
ax
im
áln
ígk
ro
kg
[s]
0.000001
0.00001
0.0001
0.001
0.01
0.1
1
50
Početgdílců
40302010
Euler
Runge-Kutta
S-IgEuler
Obra´zek 4.1: Maxima´ln´ı cˇasovy´ krok v za´vislosti na pocˇtu d´ılc˚u a metodeˇ.
Z vy´sledk˚u je patrne´, zˇe klasicka´ Eulerova metoda je o dva azˇ trˇi rˇa´dy me´neˇ stabiln´ı
nezˇ semi-implicitn´ı Eulerova metoda a metoda Runge-Kutta, pro ktere´ jsou vy´sledky velmi
podobne´ a za´vis´ı na konkre´tn´ıch podmı´nka´ch simulace.
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Cˇasova´ na´rocˇnost vy´pocˇtu
Vy´pocˇetn´ı doba prˇi maxima´ln´ım kroku hmax za´vis´ı take´ na vy´pocˇetn´ı na´rocˇnosti jednotlivy´ch
metod. Jak bude uka´za´no, vy´pocˇetn´ı na´rocˇnost znevy´hodnˇuje cˇtyrˇbodovou metodu Runge-
Kutta. Vy´sledky nab´ız´ı tabulka 4.2 a da´le ilustruje obra´zek 4.2.
Pocˇet d´ılc˚u hmax, Euler [s] hmax, S-I Euler [s] hmax, Runge-Kutta [s]
10 18.506 0.694 1.328
20 181.768 2.739 8.126
30 1 385.120 14.253 31.485
40 16 253.156 63.996 111.889
50 151 288.201 208.206 263.767
Tabulka 4.2: Vy´pocˇetn´ı doba v za´vislosti na pocˇtu d´ılc˚u a metodeˇ.
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Obra´zek 4.2: Vy´pocˇetn´ı doba v za´vislosti na pocˇtu d´ılc˚u a metodeˇ.
Vy´sledna´ cˇasova´ na´rocˇnost vy´pocˇtu mı´rneˇ favorizuje semi-implicitn´ı Eulerovu metodu.
Nicme´neˇ je na mı´steˇ prˇipomenout, zˇe oproti metodeˇ Runge-Kutta ma´ semi-implicitn´ı Eule-
rova metoda pouze empiricky´ p˚uvod a nemus´ı tak by´t vzˇdy spolehliva´.
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4.3 Graficke´ prostrˇed´ı modelu
Pro zobrazova´n´ı pr˚ubeˇhu simulace bylo da´le vytvorˇeno graficke´ prostrˇed´ı, ktere´ umozˇnˇuje
sledovat chova´n´ı modelu v pr˚ubeˇhu simulace. Za´rovenˇ nab´ız´ı mnozˇstv´ı dalˇs´ıch mozˇnost´ı zob-
razova´n´ı, jak bude uka´za´no da´le.
Za´kladn´ı prostrˇed´ı
Za´kladn´ı graficke´ prostrˇed´ı modelu je zna´zorneˇno na obra´zku 4.3. Graficky zobrazuje:
• vlastn´ı model - tuhe´ d´ılce spojene´ rotacˇn´ımi pruzˇinami,
• teˇzˇiˇsteˇ modelu,
• loka´ln´ı sourˇadny´ syste´m - hlavn´ı osy setrvacˇnosti,
• p˚usob´ıc´ı sleduj´ıc´ı s´ılu a zna´zorneˇn´ı gravitacˇn´ıho pole.
Textoveˇ jsou zobrazova´ny:
• fyzika´ln´ı vlastnosti modelu - de´lka, hmotnost, ohybova´ tuhost a odpov´ıdaj´ıc´ı parametry
tuhy´ch d´ılc˚u a rotacˇn´ıch pruzˇin,
• parametry tlumen´ı a p˚usob´ıc´ıho zat´ızˇen´ı
• sourˇadnice teˇzˇiˇsteˇ a smeˇry hlavn´ıch os setrvacˇnosti,
• momenty setrvacˇnosti a deviacˇn´ı moment,
• nastaven´ı simulace - metoda rˇesˇen´ı, cˇasovy´ krok, cˇas simulace, vy´pocˇetn´ı doba a pocˇet
krok˚u.
Dalˇs´ı mozˇnosti zobrazen´ı
V pr˚ubeˇhu vy´pocˇtu lze v rea´lne´m cˇase sledovat libovolny´ pocˇet libovolny´ch stavovy´ch promeˇnny´ch
teˇmito zp˚usoby:
• v za´vislosti na cˇase, viz obra´zek 4.4,
• ve vza´jemne´ za´vislosti na dalˇs´ı zvolene´ promeˇnne´, viz obra´zek 4.5,
• zobrazen´ı promeˇnny´ch stejne´ho typu, naprˇ´ıklad u´hlovy´ch rychlost´ı ω,
viz obra´zek 4.6.
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Obra´zek 4.3: Za´kladn´ı graficke´ prostrˇed´ı modelu.
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Obra´zek 4.4: Zobrazen´ı stavove´ promeˇnne´ v za´vislosti na cˇase.
Obra´zek 4.5: Zobrazen´ı stavovy´ch promeˇnny´ch ve vza´jemne´ za´vislosti.
Obra´zek 4.6: Zobrazen´ı promeˇnny´ch stejne´ho typu.
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Za´veˇr
V teoreticke´ cˇa´sti pra´ce je cˇtena´rˇi nab´ıdnut kompaktn´ı teoreticky´ u´vod. Jsou popsa´ny za´kladn´ı
za´kony klasicke´ mechaniky a dynamiky a je osveˇtlen energeticky´ - Lagrangeovsky´ - prˇ´ıstup
k popisu dynamicke´ho syste´mu. V na´vaznosti Lagrangeovske´ odvozen´ı pohybovy´ch rovnic
syste´mu jsou popsa´ny numericke´ metody jejich rˇesˇen´ı. V u´vodu pra´ce byly da´le zmı´neˇny
zdroje nelinearit v mechanicke´m syste´mu a vlastnosti konzervativn´ıch a nekonzervativn´ıch
sil. Jako posledn´ı je popsa´n princip metody tuhy´ch d´ılc˚u, ktera´ je pouzˇita pro vytvorˇen´ı
numericke´ho modelu.
V prakticke´ cˇa´sti pra´ce je prezentova´n postup odvozen´ı nelinea´rn´ıho modelu volne´ho
prutu za pouzˇit´ı metody tuhy´ch d´ılc˚u. Model je da´le doplneˇn o nezbytne´ soucˇa´sti jako
je zat´ızˇen´ı sleduj´ıc´ı silou, vliv gravitacˇn´ıho pole a materia´love´ tlumen´ı.
Zvla´sˇtn´ı pozornost byla veˇnova´na podrobne´mu vystizˇen´ı tlumen´ı vlivem okoln´ıho prostrˇed´ı.
S ohledem na rea´lnou prˇedlohu u´lohy byly zavedeny vlivy rozd´ılne´ho smeˇru natocˇen´ı a po-
hybu d´ılc˚u, a nakonec i mozˇnost stabilizace rakety pomoc´ı krˇide´lek. Tlumen´ı vlivem okoln´ıho
prostrˇed´ı ma´ vy´znamny´ vliv na chova´n´ı modelu na hranici ztra´ty stability a na´sledne´ pokri-
ticke´ chova´n´ı.
Vzhledem k vy´hodne´ formulaci modelu volne´ho prutu byla provedena u´prava pohybovy´ch
rovnic a byl vytvorˇen samostatny´ model konzoly.
V dalˇs´ı cˇa´sti pra´ce jsou prezentova´ny vy´sledky numericky´ch simulac´ı model˚u:
• analy´za vlastn´ıch frekvenc´ı volne´ho prutu a konzoly,
• pr˚uhyb a pootocˇen´ı konzoly zat´ızˇene´ vlastn´ı t´ıhou,
• hodnota kriticke´ sleduj´ıc´ı s´ıly volne´ho prutu a konzoly.
Prˇi simulac´ıch se potvrdil prˇedpoklad n´ızke´ cˇasove´ na´rocˇnosti vy´pocˇtu. I simulace s velmi
podrobny´mi modely lze prova´deˇt mnohem rychleji nezˇ v rea´lne´m cˇase.
Byla provedena vlastn´ı implementace numericke´ho modelu v programovac´ım jazyce Java
a za´rovenˇ bylo vytvorˇeno graficke´ prostrˇed´ı umozˇnˇuj´ıc´ı podrobneˇ sledovat pr˚ubeˇh simulace.
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5.1 Vy´hledy
S prˇihle´dnut´ım k rozsa´hly´m mozˇnostem, ktere´ nab´ız´ı modely a jejich implementace, je pla´nova´no
budouc´ı pouzˇit´ı vytvorˇeny´ch model˚u pro:
• kompletn´ı oveˇrˇen´ı vlastn´ıch frekvenc´ı volne´ho prutu d´ıky loka´ln´ı sourˇadne´ soustaveˇ
tvorˇene´ hlavn´ımi osami setrvacˇnosti,
• oveˇrˇen´ı vlastn´ıch tvar˚u volne´ho prutu a konzoly,
• podrobne´ studium pokriticke´ho chova´n´ı konstrukc´ı,
• studium vlivu tlumen´ı vlivem vneˇjˇs´ıho prostrˇed´ı na pokriticke´ chova´n´ı konstrukc´ı.
Vzhledem k trvaj´ıc´ımu za´jmu autora o programova´n´ı se da´le nab´ız´ı mozˇnost paralelizace
u´lohy pouzˇit´ım programovac´ıho jazyka Java nebo nVidia CUDA.
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Seznam symbol˚u
x, y, z sourˇadne´ osy pravou´hle´ sourˇadne´ soustavy
r polohovy´ vektor bodu
iˆ, jˆ, kˆ jednotkove´ vektory
v vektor rychlosti bodu
t cˇas
vx, vy, vz slozˇky vektoru rychlosti
O pocˇa´tek sourˇadne´ soustavy
ϕ u´hel od horizonta´ly
ω u´hlova´ rychlost
xP , yP sourˇadnice bodu P v pravou´hle´ sourˇadne´ soustaveˇ
Fext vneˇjˇs´ı s´ıla p˚usob´ıc´ı na hmotny´ bod
a zrychlen´ı
m hmotnost hmotne´ho bodu
p hybnost hmotne´ho bodu
P celkova´ hybnost soustavy
vex rychlost tryska´n´ı spalin
Ep, T potencia´ln´ı energie
Ek, V kineticka´ energie
k tuhost rotacˇn´ı nebo translacˇn´ı pruzˇiny
Fts s´ıla p˚usob´ıc´ı na translacˇn´ı pruzˇinu
Mrs moment p˚usob´ıc´ı na rotacˇn´ı pruzˇinu
Ep,ts potencia´ln´ı energie akumulovana´ v translacˇn´ı pruzˇineˇ
Ep,rs potencia´ln´ı energie akumulovana´ v rotacˇn´ı pruzˇineˇ
g gravitacˇn´ı zrychlen´ı
l de´lka d´ılce, kyvadla
qi zobecneˇna´ sourˇadnice syste´mu
q˙i zobecneˇna´ rychlost syste´mu
L Lagrangeova funkce
δr virtua´ln´ı posunut´ı
δW virtua´ln´ı pra´ce
δs virtua´ln´ı posun
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δϕ virtua´ln´ı pootocˇen´ı
R vy´slednice reakcˇn´ıch sil
Z setrvacˇna´ s´ıla
S akce syste´mu
qreal uskutecˇneˇna´ trajektorie
qvirt neuskutecˇneˇna´ trajektorie
h cˇasovy´ krok
k1, k2, k3, k4 koeficienty R-K metody
E modul pruzˇnosti
ε pomeˇrne´ prˇevorˇen´ı
σ napeˇt´ı
W pra´ce
∇ gradient
Φ potencia´l s´ıly
L de´lka prutu
M hmotnost prutu
I moment setrvacˇnosti
n pocˇet d´ılc˚u
Ms,s+1 napjatost pruzˇiny s, s+ 1
Ffollower sleduj´ıc´ı s´ıla
c koeficient tlumen´ı
cint koeficient materia´love´ho tlumen´ı
cext koeficient tlumen´ı vlivem vneˇjˇs´ıho prostrˇed´ı
a koeficient zohlednˇuj´ıc´ı rozd´ılne´ natocˇen´ı d´ılc˚u a smeˇru jejich pohybu
D tlumı´c´ı s´ıla
Fg gravitacˇn´ı s´ıla
ag zrychlen´ı p˚usob´ıc´ı na d´ılec
f frekvence
δ pr˚uhyb volne´ho konce konzoly
Θ pootocˇen´ı volne´ho konce konzoly
Fcr kriticka´ s´ıla
Matice a vektory
M matice hmotny´ch moment˚u setrvacˇnosti
Q matice transformacˇn´ıch moment˚u setrvacˇnosti
K matice tuhost´ı rotacˇn´ıch pruzˇin
Di matice materia´love´ho u´tlumu
F vektor zat´ızˇen´ı sleduj´ıc´ı silou
v vektor translacˇn´ıch rychlost´ı
ω vektor u´hlovy´ch rychlost´ı
De vektor tlumen´ı vlivem vneˇjˇs´ıho prostrˇed´ı
A vektor vlivu gravitacˇn´ıho pole
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Seznam prˇ´ıloh
Prˇ´ıloha A: Implementace modelu v jazyce Java
Prˇ´ıloha B: Kompaktn´ı disk
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Prˇ´ılohy
Prˇ´ıloha A: Implementace modelu v jazyce Java
1 package cz.dl.freerodmodel;
2
3 import java.io.FileNotFoundException;
4 import java.io.ObjectInputStream.GetField;
5 import java.io.PrintWriter;
6
7 import cz.kitnarf.fft.AmplitudeAnalyser;
8 import cz.kitnarf.fft.FFT;
9 import cz.kitnarf.fft.Peak;
10 import cz.kitnarf.matrix .*;
11
12
13 public class FreeRodModel {
14
15 /* Variables */
16 private int elementCount;
17 //
18 private double mass;
19 private double length;
20 private double stiffness;
21 private double innerDampingCoef;
22 private double exterDampingCoef;
23 private double spikeDampingCoef;
24 private double tailDampingCoef;
25 private double mediumDampingCoef;
26 //
27 private double elementMass =mass/elementCount;
28 private double elementLength =length/elementCount;
29 private double elementStiffness =stiffness/elementLength;
30 //
31 private double step;
32 private double time;
33 //
34 private double kineticEnergy;
35 private double potentialEnergy;
36 private double overallEnergy;
37 //
38 private double followerForce;
39 private double followerAngle;
40 //
41 private double gravityAcceleration;
42
43 /* Solution */
44 private Vector solution;
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45 //RK
46 private Vector RKsolutionK1;
47 private Vector RKsolutionK2;
48 private Vector RKsolutionK3;
49 private Vector RKsolutionK4;
50
51 /* Arrays */
52 double [] angles =new double [elementCount ];
53 double [] anglesSin =new double [elementCount ];
54 double [] anglesCos =new double [elementCount ];
55
56 double [] omegas =new double [elementCount ];
57 double [] coordinates =new double [2* elementCount +2];
58 double [] velocities =new double [2* elementCount +2];
59 double [] centerOfGravity=new double [2];
60 double [] dampingForcesX =new double [elementCount +1];
61 double [] dampingForcesY =new double [elementCount +1];
62 double [] aeroDampingCoef=new double [elementCount +1];
63 double [] velocityAngles=new double [elementCount +1];
64
65 /* RK arrays */
66 double [] omegasT =new double [elementCount ];
67 double [] anglesT =new double [elementCount ];
68 double [] coordinatesT =new double [2* elementCount +2];
69 double [] velocitiesT =new double [2* elementCount +2];
70
71 /* Matrices */
72 int rows=elementCount +2;
73 int columns=rows;
74 double [][] matrixM =new double [rows][ columns ];
75 double [][] matrixQ =new double [rows][ elementCount ];
76 double [][] matrixK =new double [rows][ elementCount ];
77 double [][] matrixC =new double [rows][ elementCount ];
78
79 /**/
80 Matrix leftSide=new Matrix ();
81 Vector rightSide=new Vector ();
82
83
84
85 /** Initial state */
86 public void setInitialState (double vx0Init , double vy0Init , double []
omegasInit , double []anglesInit ,
87 double massInit , double lengthInit , double stiffnessInit ,
double innerDampingCoefInit ,
88 double followerForceInit , double gravityAccelerationInit ,
double followerAngleInit , double exterDampingCoefInit ,
89 double spikeDampingCoefInit , double tailDampingCoefInit ,
double mediumDampingCoefInit)
90 {
91 velocities [0]= vx0Init;
92 velocities [1]= vy0Init;
93 //
94 for (int i=0; i<omegas.length; i++) omegas[i]= omegasInit[i];
95 //
96 for (int i=0; i<angles.length; i++) angles[i]= anglesInit[i];
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97 for(int i=0; i<anglesSin.length; i++) anglesSin[i]=Math.sin(angles[i]);
98 for(int i=0; i<anglesCos.length; i++) anglesCos[i]=Math.cos(angles[i]);
99 //
100 mass=massInit;
101 length=lengthInit;
102 stiffness=stiffnessInit;
103 innerDampingCoef=innerDampingCoefInit;
104 followerForce=followerForceInit;
105 followerAngle=followerAngleInit;
106 gravityAcceleration=gravityAccelerationInit;
107 exterDampingCoef=exterDampingCoefInit;
108 spikeDampingCoef=spikeDampingCoefInit;
109 tailDampingCoef=tailDampingCoefInit;
110 mediumDampingCoef=mediumDampingCoefInit;
111 }
112
113 /** Constructor */
114 public FreeRodModel (int elementCountInit , double stepInit)
115 {
116 step=stepInit;
117 elementCount=elementCountInit;
118 }
119
120 /** Calculates current model time */
121 private void updateTime ()
122 {
123 time+=step;
124 }
125
126 /** Calculates current angular velocities */
127 private void updateOmegas ()
128 {
129 for(int i=0; i<omegas.length; i++)
130 {
131 omegas[i]+= step*solution.getValue(i+2);
132 }
133 }
134
135 /** Calculates current angles */
136 private void updateAngles ()
137 {
138 for(int i=0; i<angles.length; i++)
139 {
140 angles[i]+= step*omegas[i];
141 }
142
143 for(int i=0; i<anglesSin.length; i++) anglesSin[i]=Math.sin(angles[i]);
144 for(int i=0; i<anglesCos.length; i++) anglesCos[i]=Math.cos(angles[i]);
145
146 }
147
148 /** Calculates current coordinates of mass points */
149 private void updateCoords ()
150 {
151 for(int i=0; i<coordinates.length; i++)
152 {
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153 if(i<2) coordinates[i]+= step*velocities[i];
154 /* x */ else if (i%2==0) coordinates[i]= coordinates[i-2]+
elementLength*anglesCos [(i-i/2-1)];
155 /* y */ else if (i%2!=0) coordinates[i]= coordinates[i-2]+
elementLength*anglesSin [(i-i/2-2)];
156 }
157 }
158
159 /** Calculates current velocities */
160 private void updateVelocities ()
161 {
162 /* velocities [0], velocities [1]*/
163 for(int i=0; i<2; i++) velocities[i]+= step*solution.getValue(i);
164 /* other velocities */
165 for(int i=2; i<velocities.length; i++)
166 {
167 /* x */ if (i%2==0) velocities[i]= velocities[i-2]- omegas [(i-i/2-1)]*
elementLength*anglesSin [(i-i/2-1)]; /* a%b == 0 A divisible by B
if zero . */
168 /* y */ else if (i%2!=0) velocities[i]= velocities[i-2]+ omegas [(i-i/2-2)
]* elementLength*anglesCos [(i-i/2-2)];
169 }
170 }
171
172 /** Calculates current center of gravity coordinates */
173 private void updateCG ()
174 {
175 /* Center of gravity coordinates */
176 /* x */
177 double topX=coordinates [0]+ coordinates[coordinates.length -2];
178 for(int i=2; i<coordinates.length -2; i+=2) topX +=2* coordinates[i];
179 double bottomX =2* elementCount;
180 centerOfGravity [0]= topX/bottomX;
181 /* y */
182 double topY=coordinates [1]+ coordinates[coordinates.length -1];
183 for(int i=3; i<coordinates.length -1; i+=2) topY +=2* coordinates[i];
184 double bottomY =2* elementCount;
185 centerOfGravity [1]= topY/bottomY;
186 }
187
188 /** Calculates current kinetic energy */
189 private void updateKineticEnergy ()
190 {
191 kineticEnergy =0;
192 kineticEnergy += elementCount *( velocities [0]* velocities [0]+ velocities [1]*
velocities [1]);
193 for (int i=0; i<elementCount; i++) kineticEnergy += omegas[i]* omegas[i
]* elementLength*elementLength *(1/3d+( elementCount -i-1));
194 for (int i=0; i<elementCount; i++) kineticEnergy -= velocities [0]*
omegas[i]* elementLength*anglesSin[i]*(1+2*( elementCount -i-1));
195 for (int i=0; i<elementCount; i++) kineticEnergy += velocities [1]*
omegas[i]* elementLength*anglesCos[i]*(1+2*( elementCount -i-1));
196 for (int i=0; i<elementCount; i++)
197 {
198 for (int l=0; l<=i; l++)
199 {
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200 for (int k=0; k<=l; k++)
201 {
202 if (k<l)
203 {
204 if(l==i) kineticEnergy += elementLength*elementLength*omegas[k
]* omegas[l]*Math.cos(angles[l]-angles[k]);
205 else kineticEnergy +=2* elementLength*elementLength*omegas[k
]* omegas[l]*Math.cos(angles[l]-angles[k]);
206 }
207 }
208 }
209 }
210 kineticEnergy *=0.5* elementMass;
211
212 }
213
214 /** Calculates current potential energy */
215 private void updatePotentinalEnergy ()
216 {
217 potentialEnergy =0;
218
219 for (int i=0; i<elementCount -1; i++)
220 {
221 potentialEnergy +=( angles[i+1]- angles[i])*( angles[i+1]- angles[i]);
222 }
223
224 potentialEnergy *=0.5* elementStiffness;
225 }
226
227 /** Calculates current overall energy */
228 private void updateOverallEnergy ()
229 {
230 overallEnergy =0;
231 overallEnergy=kineticEnergy+potentialEnergy;
232 }
233
234
235 /** Fills the M matrix */
236 private void assembleMatrixM ()
237 {
238
239
240 for(int r=0; r<rows; r++)
241 {
242 for(int c=0; c<columns; c++)
243 {
244 /* filling the first symmetric half */
245 /* velocities [0] row */
246 if(r==0)
247 {
248 if(c==0) matrixM [0][0] =2d*elementCount;
249 if(c==1) matrixM [0][1] =0d;
250 if(c>=2) matrixM [0][c] =-elementLength*anglesSin[c
-2]*(1+2*( elementCount -(c-1)));
251 if(c==columns -1) matrixM [0][c] =-elementLength*anglesSin[c-2];
252 }
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253
254 /* velocities [1] row */
255 if(r==1)
256 {
257 if(c==0) matrixM [1][0] =0d;
258 if(c==1) matrixM [1][1] =2d*elementCount;
259 if(c>=2) matrixM [1][c] =elementLength*anglesCos[c
-2]*(1+2*( elementCount -(c-1)));
260 if(c==columns -1) matrixM [1][c] =elementLength*anglesCos[c-2];
261 }
262 /* generic omega rows */
263 if(r>=2 && r<rows -1)
264 {
265 if (r==c) matrixM[r][r] =2d*elementLength*elementLength
*(1/3d+( elementCount +(r-(2*r-1))));
266 if (c>r && c<columns -1) matrixM[r][c] =elementLength*
elementLength*Math.cos(angles[c-2]- angles[r-2]) *(1+2*(
elementCount -(c-1)));
267 if (c>r && c==columns -1) matrixM[r][c] =elementLength*
elementLength*Math.cos(angles[c-2]- angles[r-2]);
268 }
269 /* last omega row */
270 if(r==rows -1 && c==r) matrixM[r][c] =2/3d*elementLength*
elementLength;
271
272 }
273
274 }
275 //////////////////////////////////////////
276 /* generating the other symmetric half */
277 for(int r=0; r<rows; r++)
278 {
279 for(int c=0; c<columns; c++)
280 {
281 if(r!=c) matrixM[c][r]= matrixM[r][c];
282 }
283
284 }
285
286 }
287
288 /** Fills the Q matrix */
289 private void assembleMatrixQ ()
290 {
291 for (int r=0; r<rows; r++)
292 {
293 for (int c=0; c<rows -2; c++)
294 {
295 if (r==0) matrixQ[r][c]= elementLength*anglesCos[c]*(1+2*(
elementCount -(c+1)));
296 if (r==1) matrixQ[r][c]= elementLength*anglesSin[c]*(1+2*(
elementCount -(c+1)));
297
298 if (r>=2 && r<rows -1 )
299 {
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300 if(c>=r-2) matrixQ[r][c]= elementLength*elementLength*Math.
sin(angles[c]-angles[r-2]) *(1+2*( elementCount -(c+1)));
301 }
302 }
303 }
304
305 /* generating the other antisymmetric half */
306 for(int r=2; r<rows; r++)
307 {
308 for(int c=0; c<rows -2; c++)
309 {
310 if(r-2!=c) matrixQ[c+2][r-2]=- matrixQ[r][c];
311 }
312 }
313 }
314
315 /** Fills the K matrix */
316 private void assembleMatrixK ()
317 {
318 for (int r=2; r<rows; r++)
319 {
320 for (int c=0; c<elementCount; c++)
321 {
322 if (r==2)
323 {
324 if (c==0) matrixK[r][c]=1;
325 if (c==1) matrixK[r][c]=-1;
326 }
327 if (r>2 && r<rows -1)
328 {
329 if (c==r-3) matrixK[r][c]=-1;
330 if (c==r-2) matrixK[r][c]=2;
331 if (c==r-1) matrixK[r][c]=-1;
332 }
333 if (r==rows -1)
334 {
335 if (c==r-3) matrixK[r][c]=-1;
336 if (c==r-2) matrixK[r][c]=1;
337 }
338
339 }
340 }
341 }
342
343 /** Fills the C matrix */
344 private void assembleMatrixC ()
345 {
346 for (int r=2; r<rows; r++)
347 {
348 for (int c=0; c<elementCount; c++)
349 {
350 if (r==2)
351 {
352 if (c==0) matrixC[r][c]=1;
353 if (c==1) matrixC[r][c]=-1;
354 }
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355 if (r>2 && r<rows -1)
356 {
357 if (c==r-3) matrixC[r][c]=-1;
358 if (c==r-2) matrixC[r][c]=2;
359 if (c==r-1) matrixC[r][c]=-1;
360 }
361 if (r==rows -1)
362 {
363 if (c==r-3) matrixC[r][c]=-1;
364 if (c==r-2) matrixC[r][c]=1;
365 }
366
367 }
368 }
369 }
370
371
372 /** Solves the equation , gets the solution vector */
373 private void createEquation ()
374 {
375 /* Creating the matrices and vectors for solving */
376 /* Matrix M*/
377 Matrix kitMatrixM=new Matrix ();
378 kitMatrixM.allocateFor(matrixM);
379 kitMatrixM.setValues(matrixM);
380 kitMatrixM.multiply (0.5* elementMass);
381 //
382 leftSide=kitMatrixM;
383 // System.out.println(kitMatrixM);
384
385 /* Matrix Q */
386 Matrix kitMatrixQ=new Matrix ();
387 kitMatrixQ.allocateFor(matrixQ);
388 kitMatrixQ.setValues(matrixQ);
389 kitMatrixQ.multiply (0.5* elementMass);
390 // System.out.println(kitMatrixQ);
391
392 /* Matrix K */
393 Matrix kitMatrixK=new Matrix ();
394 kitMatrixK.allocateFor(matrixK);
395 kitMatrixK.setValues(matrixK);
396 kitMatrixK.multiply(elementStiffness);
397 // System.out.println(kitMatrixK);
398
399 /* Matrix C */
400 Matrix kitMatrixC=new Matrix ();
401 kitMatrixC.allocateFor(matrixC);
402 kitMatrixC.setValues(matrixC);
403 kitMatrixC.multiply(innerDampingCoef*elementMass);
404 // System.out.println(kitMatrixC);
405
406 /* Vector omega ^2 */
407 Vector kitOmegaSq=new Vector ();
408 kitOmegaSq.allocate(elementCount , 1);
409 for (int r=0; r<elementCount; r++) kitOmegaSq.addValue(r, omegas[r]*
omegas[r]);
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410 // System.out.println(kitOmegaSq);
411
412 /* Vector of angles */
413 Vector kitFi=new Vector ();
414 kitFi.allocate(elementCount , 1);
415 for (int r=0; r<elementCount; r++) kitFi.addValue(r, angles[r]);
416 // System.out.println(kitFi);
417
418 /* Vector of angular velocities */
419 Vector kitOmega=new Vector ();
420 kitOmega.allocate(elementCount , 1);
421 for (int r=0; r<elementCount; r++) kitOmega.addValue(r, omegas[r]);
422 // System.out.println(kitOmega);
423
424 double followerForceX=followerForce*Math.cos(angles[elementCount -1]+
followerAngle);
425 double followerForceY=followerForce*Math.sin(angles[elementCount -1]+
followerAngle);
426
427
428 /* Vector Fx*l*sin(fi) */
429 Vector kitFollowerX=new Vector ();
430 kitFollowerX.allocate(elementCount +2, 1);
431 for (int r=0; r<elementCount +2; r++)
432 {
433 if (r==0) kitFollowerX.addValue(r, -followerForceX);
434 if (r>1) kitFollowerX.addValue(r, followerForceX*elementLength*
anglesSin[r-2]);
435 }
436
437
438 /* Vector -Fy*l*cos(fi) */
439 Vector kitFollowerY=new Vector ();
440 kitFollowerY.allocate(elementCount +2, 1);
441 for (int r=0; r<elementCount +2; r++)
442 {
443 if (r==1) kitFollowerY.addValue(r, -followerForceY);
444 if (r>1) kitFollowerY.addValue(r, -followerForceY*elementLength*
anglesCos[r-2]);
445 }
446
447 /* Vector of moments of gravity forces X */
448 Vector kitGravityXmoment=new Vector ();
449 kitGravityXmoment.allocate(elementCount +2, 1);
450 for (int r=0; r<elementCount +2; r++)
451 {
452 if (r>1)
453 {
454 double value =0;
455 kitGravityXmoment.addValue(r, value);
456 }
457
458 }
459
460
461 /* Vector of moments of gravity forces Y */
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462 Vector kitGravityYmoment=new Vector ();
463 kitGravityYmoment.allocate(elementCount +2, 1);
464 for (int r=0; r<elementCount +2; r++)
465 {
466 if (r>1)
467 {
468
469 kitGravityYmoment.addValue(r, -elementMass*gravityAcceleration*
elementLength*anglesCos[r -2]*( elementCount -0.5 -(r-2)));
470 }
471
472 }
473 // System.out.println(kitGravityYmoment);
474
475
476 /* Vector of translational gravity forces */
477 Vector kitGravityTrans=new Vector ();
478 kitGravityTrans.allocate(elementCount +2, 1);
479 for (int r=0; r<elementCount +2; r++)
480 {
481 if (r==0) kitGravityTrans.addValue(r, 0);
482 if (r==1) kitGravityTrans.addValue(r, -mass*gravityAcceleration);
483 }
484
485 /* Vector of overall gravity effect */
486 Vector kitGravityOverall=new Vector ();
487 kitGravityOverall.allocate(elementCount +2, 1);
488 for (int r=0; r<elementCount +2; r++) kitGravityOverall.addValue(r,
kitGravityXmoment.getValue(r)+kitGravityYmoment.getValue(r)+
kitGravityTrans.getValue(r));
489 // System.out.println(kitGravityOverall);
490
491 /* Aero damping coefficients */
492 for (int i=0; i<= elementCount; i++)
493 {
494 if (velocities [2*i]>0 && velocities [2*i+1]>0 ) velocityAngles[i]=Math
.atan(velocities [2*i+1]/ velocities [2*i]);
495 if (velocities [2*i]<0 && velocities [2*i+1]>0 ) velocityAngles[i]=Math
.PI -Math.atan(-velocities [2*i+1]/ velocities [2*i]);
496 if (velocities [2*i]<0 && velocities [2*i+1]<0 ) velocityAngles[i]=-
Math.PI+Math.atan(-velocities [2*i+1]/- velocities [2*i]);
497 if (velocities [2*i]>0 && velocities [2*i+1]<0 ) velocityAngles[i]=-
Math.atan(velocities [2*i+1]/- velocities [2*i]);
498
499 if (velocities [2*i]==0 && velocities [2*i+1]>0 )velocityAngles[i]=0.5*
Math.PI;
500 if (velocities [2*i]==0 && velocities [2*i+1]<0 )velocityAngles[i
]= -0.5* Math.PI;
501 if (velocities [2*i]>0 && velocities [2*i+1]==0 )velocityAngles[i]=0;
502 if (velocities [2*i]<0 && velocities [2*i+1]==0 )velocityAngles[i]=Math
.PI;
503
504 if(i==0)
505 aeroDampingCoef[i]=Math.abs(Math.sin(Math.abs(velocityAngles[i]-
angles[i])));
506
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507 if(i== elementCount)
508 aeroDampingCoef[i]=Math.abs(Math.sin(Math.abs(velocityAngles[i]-
angles[i-1])));
509
510 if(i!=0 && i!= elementCount)
511 aeroDampingCoef[i]=Math.abs(Math.sin(Math.abs(velocityAngles[i]-(
angles[i-1]+ angles[i])/2d)));
512
513 /* The damping forces */
514 for (int s=0; s<= elementCount; s++)
515 {
516
517 if (s==0) dampingForcesX[s]=- exterDampingCoef *(
spikeDampingCoef*mediumDampingCoef*aeroDampingCoef[s]) *0.5*
elementMass*velocities[s*2];
518 if (s>=1 && s<elementCount) dampingForcesX[s]=- exterDampingCoef *(
mediumDampingCoef*aeroDampingCoef[s])*elementMass*velocities[s
*2];
519 if (s== elementCount) dampingForcesX[s]=- exterDampingCoef *(
tailDampingCoef*mediumDampingCoef*aeroDampingCoef[s]) *0.5*
elementMass*velocities[s*2];
520
521 }
522
523 for (int s=0; s<= elementCount; s++)
524 {
525 if (s==0) dampingForcesY[s]=- exterDampingCoef *(
spikeDampingCoef*mediumDampingCoef*aeroDampingCoef[s]) *0.5*
elementMass*velocities[s*2+1];
526 if (s>=1 && s<elementCount) dampingForcesY[s]=- exterDampingCoef *(
mediumDampingCoef*aeroDampingCoef[s])*elementMass*velocities[s
*2+1];
527 if (s== elementCount) dampingForcesY[s]=- exterDampingCoef *(
tailDampingCoef*mediumDampingCoef*aeroDampingCoef[s]) *0.5*
elementMass*velocities[s*2+1];
528
529 }
530
531 /* Vector of external translational damping forces */
532 Vector kitExtDampingTrans=new Vector ();
533 kitExtDampingTrans.allocate(elementCount +2, 1);
534 for (int r=0; r<elementCount +2; r++)
535 {
536 if (r==0)
537 {
538 double value =0;
539 for (int i=0; i<= elementCount; i++) value+= dampingForcesX[i];
540 kitExtDampingTrans.addValue(r, value);
541 }
542
543 if (r==1)
544 {
545 double value =0;
546 for (int i=0; i<= elementCount; i++) value+= dampingForcesY[i];
547 kitExtDampingTrans.addValue(r, value);
548 }
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549 }
550
551
552 /* Vector of moments of external damping forces X */
553 Vector kitExtDampingXmoment=new Vector ();
554 kitExtDampingXmoment.allocate(elementCount +2, 1);
555 for (int r=0; r<elementCount +2; r++)
556 {
557 if (r>1)
558 {
559 double value =0;
560 for (int i=r-1; i<= elementCount; i++) value+= dampingForcesX[i];
561 kitExtDampingXmoment.addValue(r, elementLength*anglesSin[r-2]* value
);
562 }
563 }
564
565
566 /* Vector of moments of external damping forces Y */
567 Vector kitExtDampingYmoment=new Vector ();
568 kitExtDampingYmoment.allocate(elementCount +2, 1);
569 for (int r=0; r<elementCount +2; r++)
570 {
571 if (r>1)
572 {
573 double value =0;
574 for (int i=r-1; i<= elementCount; i++) value+= dampingForcesY[i];
575 kitExtDampingYmoment.addValue(r, elementLength*anglesCos[r-2]* value
);
576 }
577 }
578
579
580 /* Vector of overall external damping effect */
581 Vector kitExtDampingOverall=new Vector ();
582 kitExtDampingOverall.allocate(elementCount +2, 1);
583 for (int r=0; r<elementCount +2; r++) kitExtDampingOverall.addValue(r,
-kitExtDampingXmoment.getValue(r)+kitExtDampingYmoment.getValue(r)+
kitExtDampingTrans.getValue(r));
584
585
586
587
588 //************************//
589 /* Solving the equation */
590 /* Multiplying matrices and vectors */
591 Vector QtimesOmegaSq=Vector.multiply(kitMatrixQ , kitOmegaSq);
592 Vector KtimesFi=Vector.multiply(kitMatrixK , kitFi);
593 Vector CtimesOmega=Vector.multiply(kitMatrixC , kitOmega);
594
595 /* Summation of right side */
596 Vector rightSide1=new Vector ();
597 rightSide1.allocate(elementCount +2, 1);
598 for (int r=0; r<rightSide1.getRowCount (); r++)
599 {
600 //if (r<3) rightSide.setValue (r, 0);
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601 rightSide1.setValue(r, QtimesOmegaSq.getValue(r)-KtimesFi.getValue(r)
-CtimesOmega.getValue(r)+kitFollowerX.getValue(r)+kitFollowerY.
getValue(r)+kitGravityOverall.getValue(r)+kitExtDampingOverall.
getValue(r));
602
603 }
604 rightSide=rightSide1;
605
606 }
607 private void getSolution(Matrix leftSide , Vector rightSide){
608 /* Solution vector */
609 GaussElimination solver=new GaussElimination ();
610 solution=solver.solve(leftSide , rightSide);
611
612 // System.out.println(solution);
613
614 }
615
616
617 public double getCoordinate(int index) {
618 return coordinates[index ];
619 }
620
621 public double getVelocity(int index) {
622 return velocities[index ];
623 }
624
625 public double [] getCoordinates (){
626 return coordinates;
627
628 }
629
630 public double [] getAngles (){
631 return angles;
632 }
633
634
635 public double [] getCenterOfGravityCoordinates (){
636 return centerOfGravity;
637 }
638
639 public double [] getOmegas (){
640 return omegas;
641 }
642
643 public double getPotentialEnergy (){
644 return potentialEnergy;
645 }
646
647 public double [] getAeroCoefficients (){
648 return aeroDampingCoef;
649 }
650
651 public double [] getVelocityAngles (){
652 return velocityAngles;
653 }
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654
655 public double [] getExternalDampingX (){
656
657 return dampingForcesX;
658 }
659
660 public double [] getExternalDampingY (){
661
662 return dampingForcesY;
663 }
664
665 public double [] getVelocitiesX (){
666 double [] velocitiesX=new double [elementCount +1];
667 for (int i=0; i<velocitiesX.length; i++)
668 {
669 velocitiesX[i]= velocities [2*i];
670 }
671 return velocitiesX;
672 }
673
674 public double [] getVelocitiesY (){
675 double [] velocitiesY=new double [elementCount +1];
676 for (int i=0; i<velocitiesY.length; i++)
677 {
678 velocitiesY[i]= velocities [2*i+1];
679 }
680 return velocitiesY;
681 }
Prˇ´ıloha B: Kompaktn´ı disk
Na prˇilozˇene´m kompaktn´ım disku se nacha´z´ı:
• elektronicka´ verze bakala´rˇske´ pra´ce,
• kompletn´ı zdrojove´ ko´dy numericke´ho modelu a graficke´ho rozhran´ı.
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