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Abstract 
 
In this bachelor thesis we describe the development of a voltage controlled current source for 
thermo-optic switches. The developed multichannel current source which supplies 200mA of 
current to loads up to 50Ω is a cheap and basic substitute for relatively expensive and 
functionally oversaturated current sources that are used for testing thermo-optic switches in 
photonic labs. The development of the current source is divided into two major parts; the 
hardware part where the development of the design takes focus which is brought to life with a 
design of a two layer printed circuit board at the end. And also the second software part which 
focuses on the development of a simple graphical user interface with which we can control the 
current and the development of a feedback loop to control that current. The end product that 
erects from this development undergoes a final evaluation where it is subjected to multiple tests 
that determine the final success of the current source. 
 
 
Keywords: current source, voltage controlled, thermo-optic switches, Arduino, graphical user 
interface 
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Razširjen povzetek 
 
V diplomskem delu predstavimo razvoj  napetostno krmiljenega tokovnega vira za termo-optična 
stikala. Tokovni vir služi kot poceni osnovni nadomestek za dražje in funckionalno nasičene 
tokovne vire, ki se uporabljajo za testiranje termo-optični stikal v fotonsko integrirani vezijh. Teh 
stikal je v posameznih fotonsko integriranih vezjih lahko po 50 in več kar seveda posledično tudi 
zahteva 50 in več tokovnih virov za en sam test le teh, saj so vsa ta stikala v posameznem vezju 
testirana hkrati. Če se obenem tudi zavemo, da so dandanašnji tokovni viri, ki jih najdemo v 
laboratorijih za fotoniko dragi,  tudi po 2000 EUR in več, lahko hitro pridemo do zaključka, da je 
testiranje termo-optičnih stikal lahko zelo drag proces. Visoka cena tokovnih virov za gre 
predvsem na račun njihove visoke natančnosti in širokega razpona dodatnih funkcionalnosti, kar 
pa ni potrebno pri  testiranju termo-optičnih stikal. Pri testiranju teh stikal je vse kar potrebujemo 
z vidika funkcionalnosti, kontrola toka, ki teče skozi kovinske elektrode stikala. Ta električni tok 
določa temperaturo, kar pa vpliva na dolžino poti svetlobe v optičnem vodniku. Na ta način 
spreminjamo interferenčni vzorec pri optičnem spojniku. Za natančno nastavitev temperature 
elektrod stikala in kvalitetno izvedbo testa  je z vidika natančnosti toka, okvir 1mA že zadosten. S 
tem funkcionalnim osiromašenjem in nižanju natančnosti tokvnemu viru, lahko prihranimo precej 
denarja. 
 
Razviti tokovni vir je štiri-kanalni napetostno-krmiljen tokovni vir, ki lahko napaja bremena do 
upornosti 50Ω s tokom v razponu od 1-200mA. Sama kontrola toka poteka prek zaslona na dotik, 
ki ima preprost grafični vmesnik, prek katerega lahko uporabnik nadzira tok, ki teče skozi breme 
oz. elektrode. Ker je tokvni vir štiri-kanalni lahko na tokovni vir hkrati priklopimo štiri bremena, 
kar nam omogoča , da lahko testirajo določeno število termo optičnih stikal z manjšim številom 
tokovinh virov.  Tokvni vir s preprosto strojno in programsko zasnovo doseže natančnost krepko 
znotraj okvira 1mA in tudi dobro tokovno stabilnost. Ta strojna in programska zasnova sta 
podrobno opisani v jedru diplomskega dela, kjer je pri strojnem delu poudarek na izboru 
komponent in njihovi implementaciji. Pri razvoju programskega dela pa je poudarek na razlagi 
kode, ki skrbi za nemoteno delovanje grafičnega vmsenika in negtivne povratne zanke, ki skrbi 
za nemoten nadtzor toka.  
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Strojna oprema temelji na vezju osnovnega tokvnega vira z operacijskim ojačevalnikom. To 
osnovno vezje je temelj okrog katerega je zrasel končni izdelek. Samo vezje je razširjeno na 
podalgi zahtev, ki smo jih postavili na začetku. Osrednji del predstavlja mikrokrmilnik Arduino 
Due, ki je poceni in funkcionlano bogat čip. Obenem je tudi zelo preprost kar se tiče same vezave 
in programiranja. Veliko bolj kopmleksen je bil sam razvoj vezja s katerim je Arduino Due 
upravljal, to je vezje za nadzor in merjenje toka. 
 
Vezje za nadzor in merjenje toka temelji poleg na vezju za osnvni tokovni vir z operacijskim 
ojačevalnikom tudi vrsto drugih integriranih vezij. Med njimi so digitalno analogni pretvornik, 
digitalni potenciometri, inštumentacijski ter operacijski ojačevalniki. MCP4728 analogno 
digitalni pretvornik je uporabljen za pretvarjanje digitalnih signalov Arduina v analogne 
napetostne signale za nadzor toka. Ta tok je merjen s pomočjo AD8226 inštrumentacijkih 
ojačevalnikov, ki merijo padec napetosti na znanem uporu skozi katerega ta tok teče. Za vsak 
kanal je potreben eden izmed teh inštrumentacijskih ojačevalnikov. Poleg merjenja toka, ki teče 
skozi breme je implementirano tudi merjenje napetosti bremena, to je predvsem namenjeno za 
izpljavo upornosti bremen iz ohmovega zakona, saj je informacija o upornosti elektrod 
dobrodošla. Samo merjene napetsoti je izvedeno s pomočjo napetostnega delilnika in 
operacijskega ojačevalnika z enotnim ojačanjem. To je potrebno za merjenje saj napetosti na 
bremenu presegajo 3.3V kar je najvišja možna napetost, ki jo lahko merimo Arduinom Due. 
Operacijski ojačevalnik, ki je uprabljen je OPA197. Poleg že naštetih integrarianih vezij so tu še 
X9C102 digitalni potenciometri. Ti potenciomteri služijo za spreminjanje razpona bremena. Vsa 
ta integrirana vezja so medseboj povezana na dvoslojni tiskanini, ki je  zasnovana skupaj s shemo 
v Eagle-u.  
 
Razvoj strojne opreme obsega tudi kalibracijo ojačanja inštrumentacijskega ojačevalnika. 
Inštrumentacijski ojačevalnik AD8226 ojača padec napetsoti na merilnem uporu za določen 
faktor, ki je določen z enačbo podano v podatkovnem listu od AD8226 inštrumentacijskega 
ojačevalnika. Ta faktor je odvisen od velikost upora, ki ga zvežemo skupaj z Rg pini od AD8226 
inštrumentacijskega ojačevalnika. Izračunana vrednost je samo teoretičen rezultat. S pomočjo 
kalibracije, ki je izvedena s pomočjo digitalnega multimetra Xindar DB2000 in programske 
opreme Octave dobimo boljši približek pravi vrednosti. Glede na to, da možgani tokovnega vira 
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temeljijo na Arduinu Due je tudi sama programska oprema razvita v  programskem okolju 
Arduino. Večina programske kode opravlja razne funkcije povezane z grafičnim uprabniškim 
vmsenikom. Od prikazovanja raznih parametrov in gumbov na zaslonu do samega branja zaslona 
in njegove posodobitve. Grafični vmsesnik je dokaj preprost, omogoča le spremebe željenega 
toka in sicer po korakih 1mA in 10mA ter nastavitve razpona bremena. Vmesnik je razdeljen na 
pet strani. Prva stran je domača stran in prikazuje vse štiri kanale, če so ti vključeni in koliko toka 
teče skozi  njih. Potem so še štiri strani namenjene za vsak kanal posebej, kjer je možno 
spreminjati tok za vsak kanal posebej, spremnijati razpon bremen  ter tudi beleženje toka skozi 
breme ter njegove upornosti in napetosti. Glede nadzora toka je vse skupaj izvršeno s pomočjo 
povratne zanke, kjer tokovni vir popravlja napako med referenčnim tokom (beri: željeni tok) in 
dejanskim tokom, ki teče skozi breme. Sama napaka je pomnožena z konstanto, ki omogoča 
tokovnemu viru veliko hitrejšo korekcijo.  
 
Končni izdelek je bil testiran s številnimi testi, ki so bili zasnovani, da podajo odgovor z visoko 
gotovostjo na vprašanje, če tokovni vir ustreza začetnim zahtevam. Vsi testi so opravljeni s 
pomočjo Kiethely 2401 merilne enote, ki nam omogoča natančno merjenje toka. Območje in 
natančnost tokovnega vira sta zaenkrat preverjena z enostavnim testom. Test obsega povečevanje 
referenčnega toka za 1mA skozi celoten 200mA tokovni razpon. Test je opravljen za vse štiri 
kanale hkrati in je tudi opravljen s tremi različnimi bremeni za vsak kanal posebej. Vsako izmed 
bremen spada v enega izmed bremesnkih razponov. Končni rezultati testa kažejo na uspešnost 
tokovnega vira saj pri nekaterih  testih tudi presega začetne zahteve, kot na primer natančnost. 
Poleg testiranje dometa in natančnosti je opravljen tudi test s spremenljivo upornostjo. Sam 
tokovni vir mora biti sposoben vzdrževati konstanten tok skozi breme tudi, ko breme spreminja 
svojo upornost. Tudi pri tem testu je bil tokovni vir uspešen, saj tudi pri hipnih spremembah 
upornosti, kjer so spremebe upornosti tudi po 50Ω, vzdrži relativno konstanten tok. 
 
 
Ključne besede: tokovni vir, napetostno krmiljen, termo-optična stikala, Arduino, grafični 
uporabniški vmesnik 
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1 Introduction 
 
Voltage controlled current sources find their place in a lot of applications, also testing purposes. 
Since testing is a vital part of any development, voltage controlled current sources are often 
among the standard equipment in laboratories. This fact holds true also for photonic labs where 
current sources are necessary among other things for testing, for example thermo-optical switches 
in photonic integrated circuits (PICs) [12]. Because of the large number of these switches present 
in the PICs a large number of current sources are needed (sometimes even 50 at once) to test the 
circuit adequately. Like any other equipment this current source cost money and in the case of 
thermo-optical switches most of the times when we pay that money we get back a lot more then 
we actually need. So reducing the unnecessary fat of the current sources to reduce their cost 
would be a big financial gain. This thesis is just about this. Developing a voltage controlled 
current source for thermo-optical switching with just the basic functionally that needs to be 
present for as successful test and with the reduced as its major advantage. 
 
In this thesis the goal was set to develop a 4-channel voltage controlled current source which will 
be able to drive 200mA of current through loads up to 50Ω. The thesis begins with the 
fundamentals of current sources and also describes some basic types of current sources which we 
can use for our own development. The development of the current source encompasses the 
development of the hardware and the software, where in each of those parts simplicity and cost 
are taken into the account.  
 
The hardware part takes us from a basic op-amp current source circuit to a 4-channel voltage 
control current source design which is then transformed into a physical printed circuit board. In 
between, all of the hardware design is explained in detail from the choice of the components to 
their implementation into the circuit. 
 
In the software part of the thesis the development of the software is presented with a detailed 
description of the important parts of the code, mainly the graphical user interface and the control 
of the current. 
 
The last part of the thesis leads us through the whole testing procedure of the final current source. 
It is describing the testing procedure and also the interpretation of the results. The final current 
source is also compared to the Keithely current source in its final application. 
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2 Theoretical background  
 
2.1 Current sources 
2.1.1 Ideal and real current sources 
 
The basic principle behind a current source is that it provides constant current regardless of the 
load resistance and applied voltage at the output. An ideal current source should be able to supply 
any voltage necessary to maintain the constant current through a passive or active load without 
any limitation in input impedance [2]. That of course in practice is not the case since it would 
imply that the current source has unlimited energy at its disposal which it can’t have  because it 
would violate one of the most fundamental laws of physics, the law of conservation of energy.  
An ideal current source is just a mathematical representation of an actual current source similar 
like an ideal voltage source is a mathematical representation of an actual voltage source [3]. In 
the figure below we can see some examples of electrical symbols that are used to represent an 
ideal current source in circuits. 
 
 
 
Figure 2.1 [4]: Electrical symbols of a current source 
 
In practice current sources are limited with the output voltage that they can provide. This voltage 
is called the output voltage compliance and it dictates how much current a current source can 
provide for certain load resistances. Because of that real current sources are specified to operate 
up to a certain point [3]. Besides, the output current is not completely independent of the load in 
real current sources. 
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Unlike voltage sources that are usually damaged when they are “short circuited” or a small 
resistance is connected to them, currents sources on the other hand often malfunction when an 
“open circuit” or a large resistance is connected to them [3]. It is not difficult to understand why 
this is the case. Since current sources must maintain a certain amount of current flowing through 
the load no matter what the resistance of the load is, the larger the resistance you connect to the 
current source output the higher the output voltage of the current source will have to be 
considering Ohm’s law. And it is this increase of output voltage that can harm a current source. 
Most of today’s current sources that are used as power supplies have a protective mechanism 
implemented in them so that from a certain voltage onwards the current source just shuts down. 
 
A real current source is often represented by an equivalent circuit consisting of an ideal current 
source and a parallel resistor (called Norton equivalent) [3]. Thus, the output impedance is not 
infinite as in case of an ideal current source. 
 
  
 
 
 
 
 
Figure 2.2 [5]: Norton equivalent circuit 
 
2.1.2 Dependent and independent current sources 
 
Current sources are often like voltage sources divided into two categories. One category 
describes independent (constant) current sources and the other one describes dependent (current 
or voltage controlled) current sources. The independent current sources like the name suggests 
are completely independent of any voltages or currents elsewhere in the circuit. The value of the 
current supplied by the source is dependent only by the source itself.  
 
    8 
 
Dependent current sources also sometimes called controlled current sources are on the other hand 
dependent on a specific voltage or a current somewhere else in the circuit and are more 
commonly encountered with [3]. Since a current source can be controlled by voltage (called a 
voltage controlled current source) or by current (called a current controlled current source) there 
is a symbol for each one so they could be easily distinguished between each other. (See figure 
2.3) 
 
 
 
 
 
 
 
 
 
 
 
Figure 2.3 [6]: Current controlled current source (CCCS) and voltage controlled current 
source (VCCS) 
 
The current controlled current source provides output current which is determined by 
multiplication of the control current and factor K. The same goes for the voltage controlled 
current source, just that here the supply current is dependent on some voltage elsewhere in the 
circuit and that voltage is multiplied by the transconductance factor gm. 
 
2.1.3 Current source realizations 
2.1.3.1 Early current sources 
A current source is in principle an old innovation that even predates the integrated circuit (IC) by 
several decades. Although being one of the building blocks of today’s IC’s  it is not a topic that is 
often discussed by experts but nonetheless still plays a vital role in today’s analogue  circuit 
design [1]. 
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The first current sources were primarily made out of resistors although a combination of resistors 
together with vacuum tubes was also used at the beginning but proved to be inaccurate and 
unstable. The biggest breakthroughs in the domain of current sources came after the invention of 
the NPN and the PNP transistor in 1948 which enabled analogue designers to build current 
sources that connected to either the positive or negative supply rail (see figure below). With the 
NPN and PNP transistor as its building blocks current sources evolved quite quickly and by the 
late 1960’s when the first integrated circuits were readily available current sources were already 
part of its internal architecture, primarily used for biasing and stabilizing purposes. 
 
Between the mid 1960’s and the mid 1980’s most of the development was focused on how to 
create current sources for various monolithic IC’s. Although not to the same extent there is still 
some focus on that today. Early innovators in this field were companies that are amongst the 
biggest in today’s integrated circuit design industry and include Texas Instruments, Fairchild 
Semiconductor and Analog Devices among many others [1]. 
 
Today current sources primarily serve as building blocks for the internal architecture of analogue 
IC’s and Original Equipment Manufacturer (OEM) circuit board designs. They can be found in 
IC’s such as operational amplifiers, A/D converters, voltage regulators, video amplifiers and so 
on [1]. But besides being building blocks for various IC’s, current sources also have a lot of 
different applications in a lot of different fields. One example is in the field of photonics, were 
they are used among other things for thermo-optical switches, which is also something that will 
be addressed in the upcoming section of the thesis. 
 
In next section we will explain the operation of current mirrors, which are most common 
representatives of current sources.  
 
2.1.3.2 Simple current mirrors 
These types of currents sources are the most common ones in today’s IC’s. They enable us to 
control the current that is flowing through the load by controlling the current through the bias 
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resistor. That means that by controlling the current through the bias resistor we are controlling the 
current through the load.  
 
In figure 2.1 below we show two schematics of realisation of basic current sources by using NPN 
and PNP bipolar transistors. Similar realisations are made with uni-polar transistors. These 
circuits are called current mirrors since the current that is adjusted on one side is mirrored to 
another one, if the same type of transistors is used. 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 2.4 [7]: NPN (current sinking) and PNP (current sourcing) current mirror 
 
Let’s take the NPN current sinking circuit in figure 2.1 (which is the simplest form of a current 
mirror) to see why this happens. First we assume that the transistor Q1 and Q2 are the same. We 
can see that the collector of the first transistor (Q1) is shorted with the base of (Q1) and the base 
of the second transistor (Q2) which means that if the transistors are identical the current through 
the base of Q1 and Q2 will be the same. The bias resistor in the circuit provides fixed voltage and 
current to the Q1 collector and also fixed base current for Q1 and Q2. Also the emitter is 
grounded which means that because the collector and the base are shorted in Q1 that the base-
emitter voltage of the transistor is clamped to 0.65V above ground which we also assume for the 
Q2 .So we have the same base current, the same base-emitter voltage and also of course the same 
beta gain for both Q1 and Q2 which means they are going to have the same collector current. If 
we look at the equation (2.1), the collector current is determined by the supply (Vcc), base-emitter 
voltage (Vbe) and the resistance of the bias resistor (Rbias). It should be noted that the current 
through the bias resistor is not quite the same as the current through the load, since the current 
through the bias transistor is also besides the made up of the two base current. For the PNP the 
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same principles hold true for the exception of the base-emitter voltage of both Q1 and Q2 which 
are 0.65V lower than the supply voltage. This two transistor configuration is the simplest form of 
a current mirror but because of its simplicity it does have its downfalls, like the fact that the 
current changes under different loads because of the Early effect (see section on Wilson current 
mirrors) also its soft regulation and low output resistance [1]. These are some of the downfalls 
that other types of current mirrors improve at like for example the Wilson current mirror which is 
described in the upcoming section. 
 
𝐼𝑐𝑐 =
𝑉𝑐𝑐 −  𝑉𝑏𝑒
𝑅𝑏𝑖𝑎𝑠
 
 
(2.1) 
 
2.1.3.3 Wilson current mirror 
Now that we know the concept behind a basic current mirror we can now focus on improved 
version of current mirrors, the Wilson current mirrors, which are very common in today’s IC's. 
There are two types of Wilson current mirrors, the basic ones with three transistors and the full 
Wilson current mirrors with four transistors both types are fast and also have high output 
resistance and improve on the basic current mirror that we described. There are many variants on 
these two types of current mirrors but we will focus on the simplest one of all of them the basic 
Wilson current mirror which you can see in the figure below [1]. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 2.5 [8]: Basic NPN Wilson current mirror 
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As we can see in Figure 2.4 the two differences between the basic current mirror and the basic 
Wilson current mirror are the added third transistor Q3 and also the shorted base and collector are 
on the transistor Q2 not Q1 like it was the case with the basic current mirror. Similar realisation 
can be found for PNP transistors. So what is the added value of the Q3 in the basic current 
mirror? Well let’s first take a look in how this circuit works. Like with the basic NPN current 
mirror the reference or control current is going to be flowing through a reference resistor R1. This 
current is going to split, a small portion of the current is going to flow into the base of Q3 and the 
other larger portion of the current is going to flow through Q2. The base current of Q3 is 
“activating” the Q3 which lets current flow through Q2 and also through the bases of Q2 and Q1. 
  
So let’s see now what we gain with this added third transistor. In the previous section we 
mentioned the Early effect and how it causes the current to change with the load but what exactly 
is it. The Early effect is when the changing Uce changes the collector or “output” current. This is 
because the increased Uce voltage increases the depletion region in the base or in other words it 
narrows the base and this base-narrowing increases the collector current. This is noticeable in the 
output characteristic of a transistor where in certain characteristic there is a slope present even in 
the transistors active region. This effect is limited in the Wilson current source because of the 
added third transistor. This is because of the negative feedback back in the first current branch. If 
the current in the second branch where the load is increases because of the Early effect of the Q3 
transistor, the increased current will also flow through the Q2 transistor which will increase the 
base current of Q1. This increase in the base current of Q1 is going to increase the current of the 
first current branch which will lead to a bigger voltage drop across the R1 resistor. This then 
reduces the base current of Q3 which reduces the increase of current because of the Early effect. 
So this negative feedback regulates the current through the load. We can notice that this feedback 
loop also improves the soft regulation which was a problem in the basic current mirror.    
 
2.1.3.4 Current sources with Zener diodes 
Another popular way to build a current source is to use a Zener diode in tandem with a transistor 
and a resistor on the emitter side. To achieve current flow through the Zener diode and get a fixed 
voltage drop across it we bias it with the resistor R1 [1]. 
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Figure 2.6 [9]: Basic Zener diode based constant current source 
 
Considering a constant voltage drop between the base and the emitter and the contact voltage at 
the Zener diode, we can define the constant voltage at the resistor R2. Constant voltage at the 
resistor R2 means a constant current flowing through it, following Ohms law. The same constant 
current then flows through the emitter and the collector, neglecting the small base current. Thus, 
the constant current flows through the load as well, as it is connected to the collector. By 
changing the value of the resistor R2 the current can be adjusted. This current source is simple 
and it works well but it has its downfalls like the temperature dependent base-emitter voltage 
drop and also the current is not quite constant because of the Early effect which was mentioned in 
the current mirror segment [9]. In the next section we will focus on another type of current 
source, one that is based on op-amps. 
 
2.1.3.5 Op-amp current source 
A current source based on operational amplifier enables straightforward realization of a voltage-
controlled current source. Voltage controlled current sources designs are often based on op-amps 
because of the familiarity of the designer with them which gives op-amp’s a that bit of an edge 
over some other kinds of IC’s even though they make a more expensive solution [1]. In the figure 
below we can see an example of a basic current source circuit that is based on an op-amp and a 
BJT. 
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Figure 2.7 [10]: Op-amp current source 
 
The basic principle behind an op-amp based current source is to convert the voltage applied at the 
non-inverting input to a current that appears at the output of the current source. The basic circuit, 
which is represented in the figure 2.4 above, consist of a voltage source for controlling the output 
current, an op-amp, transistor and a sensing resistor. In order to explain the workings of a basic 
op-amp current source we should first lay out some basic rules. When explaining the concept 
behind op-amp based circuits we tend to assume that the op-amp is ideal, which gives us two 
golden rules of op-amps. The first one is that the current flowing into the op-amps inputs is 0 and 
the second one is that when the op-amps have negative feedback implemented both of the inputs 
are on the same potential. In reality this is not exactly the case but we can do this idealization 
because of the large input impedance and open-loop gain of the op-amp. 
 
Now that the rules are set we can look at how does the circuit works. The whole circuit is 
controlled with the input control voltage. If this voltage for example increases the voltage at the 
non-inverting input will also increase and that will mean that the potential at the non-inverting 
and inverting input are not the same. Here is where there rule of equal potentials come into play. 
The op-amp will because of the difference in potentials make an adjustment at its output and will 
try to make them the equal. It will raise its output current and voltage so that the voltage at the 
inverting input will match the non-inverting one. Since the output of the op-amp is connected to 
the base of the transistor, the increasing base current will increase the collector current which will 
consequently increase the voltage at the sense resistor.  Because the sense resistor is at the same 
node as the inverting input the voltage at the sense resistor will be the same as potential as the 
inverting and non-inverting input of the op-amp and that also makes it equal to the control 
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voltage. So by changing the control voltage we are controlling the voltage at the sense resistor 
which also means that we are controlling the current through the sense resistor via Ohms law 
since the value of the sense resistor is known. We can say that because of the large beta of the 
transistor the current through the collector of the transistor is the same as the current through the 
sense resistor which means that we can connect the load anywhere in the branch and the load will 
be in series with the sense resistor. The circuit is the most basic configuration of an op-amp 
current source and also quite straight forward but really effective and flexible. Since it uses a 
transistor for current amplification we can use this type of circuit also for large loads like a motor 
all we need to is to use the proper transistor which has a big enough gain to control large currents 
[3]. 
 
2.2 Thermo-optical switches 
 
The second part of the theoretical background section is devoted to thermo-optical switches that 
are aimed to be controlled by current sources. In our thesis we design and use current sources in 
combination with thermo-optical switches in photonic application. Therefore, here we give some 
basic information about the switches. Before that we mention that current sources are an 
indispensable part in photonics. There are a lot of optoelectronic devices or components present 
in the field of photonics from laser diodes to photonic integrated circuits (PIC) which need some 
sort of current or voltage driving circuit to function. In this section we will mostly focus on PIC 
more specifically on thermo-optical switches that are incorporated in PICs since the voltage 
controlled current source that is presented in this thesis is primarily going to be used for driving 
these types of switches. 
 
2.2.1 Mach-Zehnder interferometer 
 
There are a number of different types of thermo-optical switches but here we will focus just on 
the one that is most vastly used (also in our case) the so called Mach-Zehnder interferometer [11]. 
The basic principle behind thermo-optical switches is relatively straight forward. The switch 
works based on the thermo-optic effect which is that when we heat up certain materials their 
refractive index changes noticeably. The change in the refractive index affects the speed of light 
(see further why this is important in interferometric switching).  In the case of thermo-optical 
switches it is the waveguides refractive index that is being changed by heating it up with the help 
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of heating electrodes [12]. We can see an example of how a thermo-optical switch looks like in 
the figure below. 
 
 
Figure 2.8 [12]: Mach-Zehnder interferometer 
 
If we look at the image above we can see how the switch is constructed. In this case the switch 
has one input Pi and two outputs Pout1 and Pout2. We can see that the light that enters through the 
Pi input is split by a splitter. The light splits in two arms, the top arm that has an electrode and the 
bottom arm that doesn't have an electrode (note that there are also switches that use electrodes on 
both arms).  The light then is recombined again with a coupler (not shown in the figure) and there 
both of the signals interfere with each other in such a way (constructive or destructive 
interference) that the power is going to be distributed to just one of the outputs. But with the 
switch more specifically with the electrode we can manipulate the refractive index of the 
waveguide which then changes the speed of the light. This causes a phase shift of the wave when 
light enters back to the basic (unheated) material. If the signals are in antiphase when joined with 
a coupler the common light signal is cancelled (switched off). This is the main principle of 
operation [12].  
 
2.2.2 Heating electrodes 
 
So now that we now how the thermo-optical switch works, we can look in a bit more detail how 
exactly we are changing the refractive index and where does the current source come into play. 
The main part when changing the refractive index of a waveguide is the heating electrode or a 
heater as it is often called.  The heating electrode is nothing more than a piece of metal. Now you 
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would ask yourself how the metal heats the waveguide, well by applying current to it. And that 
is where our current source also comes into play. Since the heater is a metal and metals have 
certain resistance by applying current to a resistor we are exploiting Joules heating to heat up the 
electrode. We know that all the power that is dissipated across a resistor is being converted to 
thermal energy an undesirable characteristic of a resistor in most cases but a necessity in our case.     
This thermal energy that is being induced by the heater is changing the thermo-optic coefficient 
of the waveguides material which changes the refractive index and the optical path of the signal 
which then as mentioned in the previous section changes the phase shift [12].  In the figure below 
we can see a real life example of a heating electrode. 
 
We can notice now that to drive an optical switch we need a current source which is capable of 
sourcing the necessary current to the various electrode resistances and at the same time be 
accurate and stable enough not to damage the components inside the PIC which are very small 
and sensitive. We can see an example of a VLC Photonics’ PIC with heaters in figure 2.8. 
 
 
 
 
 
 
Figure 2.9: PIC with heaters 
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3 Design and realization of a multichannel current source for 
photonic application 
3.1 Required functionalities 
 
There are many different types of current sources on the market today few of them were 
mentioned in the sections above and every one of those has functionalities tailored to the task 
they are meant to carry out, the one described here is no exception to that fact. It is meant for a 
specific task of switching thermo-optical switches and it’s supposed to replace the expensive 
current sources that are being used in the VLC Photonics research labs. Let’s look what kind of 
requirements does a current source like that have to satisfy. 
 
One of the first things we should mention before all that the current source has to be controlled 
by the user since the user is going to be the one testing the design of the switches. That means 
that the current source has to be controlled, namely voltage controlled since a voltage controlled 
realisation is simpler and much more common than a current controlled one. That also means that 
we can easily control the control voltage with a microcontroller. Also since the user is going to be 
manipulating the current there should also be a user interface present via which the user can 
control the current. The preferred way here would be to add a touchscreen so that the current 
source will not be dependent upon being connected to a computer. 
 
One of the most important parameters in a current source is its range. To determine the range 
requirement we have to turn towards the load. The load here, are the heating electrodes which are 
made of metals and so don’t have large resistances. Most of the heating electrodes in the VLC lab 
have resistances under 50Ω. They also do not need a lot of current to heat up to the point where 
they can actually preform switching in a PIC. Currents within the range of 200mA are sufficient 
to preform basic switching. Because of these two facts we can set our requirements to supply 
200mA to loads in the range of 50Ω. But is shouldn’t just supply the current it should also have a 
certain degree of tolerance when supplying it. Low tolerance corresponds with a higher price and 
more complex design we want to avoid both of them but we still want a current source accurate 
enough to not cause any damage to the loads. Here we can roughly determine that an accuracy of 
1mA is a good compromise and should be a minimum goal to achieve. 
 
Another thing to consider is the number of channels the current source. In a PIC there can be a lot 
of heaters and they all need to be tested simultaneously which means a lot of current sources are 
needed to perform an adequate test. Because of this the more channels the current source has the 
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better. Of course it has to be noted that the larger amount of channels present in a current source 
the higher the price so again a compromise has to be taken when designing one. Most of the 
current sources for photonics have one or maybe two channels. But because an extra channel is 
much less expensive than a new current source, here a current source with at least 4 channels is a 
must.  
 
Last thing that we have to note and place it under our requirements is that we want to have 4 
ground connections for our loads. This is a requirement that is desired primarily for testing 
purposes. 
  
So to summarize the requirements that the current source has to meet: 
 
I. Voltage controlled  
II. Microcontroller realisation 
III. User interface via a touchscreen 
IV. Current range from 0 – 200mA for loads up to 50 Ω 
V. Current accuracy within 1mA 
VI. 4 channels 
VII. Ground referenced load 
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3.2 Hardware  
3.2.1 The architecture 
 
The architecture or the design of the current source consists of different parts. In the figure below 
we can see the architecture of the multichannel current source. 
 
 
 
Figure 3.1: Current source architecture 
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Figure 3.2: Current source architecture (with hardware components)
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If we look in the figures 3.1 and 3.2 above, we notice the architecture is broken down to three 
major parts. The main part or the “brain” of the whole system is the microcontroller unit (MCU), 
which controls the parameters of the current source based on the difference between the data that 
it receives from the user and the measured data that it gets from the main hardware unit that 
measures the parameters. The main circuit or the control and measurement unit measures the 
circuit parameters and sends these parameters to the microcontroller, which then processes these 
parameters together with the user input data and outputs a control voltage which dictates the 
adjustments that the main hardware unit has to make. We can see that the whole system in order 
to work properly relies on the feedback loop we just described. That feedback loop is constantly 
monitoring and correcting the current based on the data it gets from the user. The user is the 
conductor and the feedback loop is the orchestra which carefully follows every move the 
conductor makes. The user input comes via a touch screen in which the user can select the values 
he desires and can also monitor the parameters of the current source.  
 
3.2.2 Microcontroller unit 
 
Let’s first focus on the MCU part since it is the brain of the whole system. The MCU of the 
current source is the Arduino Due board with its Atmel SAM3X8E ARM Cortex-M3 CPU. It is 
one of the few Arduino boards that are based on a 32-bit core. The Arduino Due runs unlike most 
of the other Arduino boards on 3.3V instead of 5V. It has 12 analogue inputs, which means that it 
also has 12 ADCs. The ADCs can be set up to 12 bits of resolution and they run on a 3.3V 
voltage supply. These ADCs, we will see later on, play an important role in determining how 
many channels we can achieve with a single MCU.  The Due like the other Arduino boards also 
supports the SPI and I2C digital communication protocols, has 54 digital output/input pins 
(which is the most of any Arduino board) and has input voltage limits of 6 and 16V 
(recommended 7-12V) [13].  
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Figure 3.3 [14]: The Arduino Due microcontroller 
 
 
Above we listed some of the main technical specifications of the Arduino Due, but did not 
mention why we chose Arduino Due over the other Arduino boards or even why we chose an 
Arduino board in the first place. Well let’s try to answer the second question first. The reason that 
an Arduino board was chosen is quite simple, because they are really easy to use and the Arduino 
community is one of the biggest open source communities that you will be able to find and 
because of that finding a solution to problem regarding Arduinos can be just a google search 
away. Regarding the choice of the Arduino Due, the main reason that the Due was preferred over 
the other Arduino boards is the ADC resolution which we mentioned above is 12 bits and runs on 
a voltage supply of 3.3V. If we had an ADC with a 10-bit resolution which was supplied with 5V 
(other Arduino boards) that would mean that the least significant bit (LSB) would be 4.88mV see 
eq. (3.1). The LSB determines how small a change of voltage the ADC can detect. But if we look 
now at the ADC of the Due we can calculate with the eq. (3.1) that the LSB would be 0.81mV 
which is 4 times less than the 10bit ADC which means that it has 4 times more resolution.  
 
𝐿𝑆𝐵 =
𝑉𝑐𝑐
2𝑛
 
 
(3.1) 
 
Another thing to point out is that the 12-bit resolution of the ADC also enables us to connect a 
12-bit DAC to the Due. The 12-bit will DAC allows us to control the current through the load 
more precisely then a 10-bit would. The two extra bits give us four times the resolution when 
controlling the output of the DAC. 
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3.2.3 Touchscreen display 
 
Choosing the microcontroller is just one of the steps we need to make to actualise the whole 
current source system. Since we need our current source to be interacting with the user we are 
going to need some sort of a gateway or a wormhole, as you wish, that connects the outside world 
(the user) to the current source or more specifically to its brains, the microcontroller. In our case 
the gateway that was chosen is named the Adafruit TFT touchscreen display (Figure 3.3 below). 
The touchscreen display has two major tasks. One is to check which values of current and other 
parameters did the user choose and the second task is to display live all of the current parameter 
values back to the user. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 3.4: Adafruit TFT 2.8” touchscreen display 
 
 
The Adafruit TFT touchscreen display (Figure 3.3 above) is a 2.8” inch display that has a 
resistive touchscreen attached to it. The display and the touchscreen controller use Serial 
Peripheral Interface (SPI) digital communication protocol to talk to the microcontroller. It was 
chosen as it is cheap and easy to use with the Arduino boards and it also comes with a library so 
the programming task is also made easier. The display is primarily made so it is used as a shield 
with the Arduino Uno board but can also be used with the Leonardo, Mega and Due boards by 
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making some small hardware modifications on the shield. In our case the display is not used as a 
shield since if it were we would lose our analogue inputs. Instead it is connected with wires. In 
total 12 wires are needed. Six of them are used to connect the Arduino Due SPI header, where the 
SCLK, MISO and MOSI pins are to the displays SCLK, MISO and MOSI pins on the ICSP 
header.  There are also 3 wires that are used for power and are connecting the GND, 5V and 3.3V 
pins of the display and the Arduino Due. The last 3 wires are connecting the chip select and the 
data select pins of the display to the digital pins of the Arduino and the chip select pin of the 
resistive touchscreen controller to also a digital pin on the Arduino. Which digital pin on the 
Arduino is selected doesn’t matter as long it is specified in the code which ones are used. Since 
the display is using the ICSP header a small hardware modification is needed to make sure that 
the shield “knows” to use ICSP header for data transfer. On the back of the shield there are 6 
jumpers. |Among the 6 jumpers there are three ICSP jumpers which have to be soldered close and 
the other three SCK, SC and SI jumpers have to have a small line cut between them. This action 
moves the SCK, SC and SI pins to the ICSP header [15]. We can see the end result in the figure 
3.4 below. 
 
 
 
 
 
 
 
 
 
 
 
  
 
 
 
 
 
 
 
Figure 3.5 [16]: Adafruit display jumper modification 
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3.2.4 Control and measurement circuit 
 
We have now come to the main circuit unit (figure 3.6) that is dedicated to the control and 
measurement of the current that flows through the load (heaters). It is the most complex problem 
in our voltage controlled current source design since it requires to be built from scratch. This unit 
or circuit (seen in figure 3.6) like the display serves two purposes, to control and to measure. So 
imagining it as a sensor and an actuator is in place. The sensor part is the measurement of the 
current that is flowing through the load, it also measures the voltage of the load and the resistance 
but this is not essential to the workings of the current source. The second, actuator part of this 
circuit is the one that controls the current flow through the load. If we look at the Figures 3.1 and 
3.2 we can see that the circuit itself is just executing the current control by following the 
instructions of the MCU. We can also see from these two figures that the MCU and the circuit are 
connected in a feedback loop, since the measurements of the circuit are fed back directly into the 
MCU that then decides based on the measurement and the input from the user what kind of 
correction has to be made. We can see that this circuit plays a very important role in regulating 
the load current; it has to carefully follow the instructions of the MCU and also has to report the 
state of the current source or the values of the parameters in an accurate way so that the MCU can 
make a good decision. In the next couple of sections we will look closely how this circuit for 
measuring and controlling the load current was designed. 
 
 
 
 
 
 
 
 
 
 
Figure 3.6: Control and measurement circuit (main part) 
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3.2.4.1 OPA197 op-amp 
If we remember from section 2.1.3.5 the current source design described here is based on the 
basic op-amp current source circuit which can be seen in figure 2.6. The circuit is very simple 
and it has a lot of potential to be improved and tailored to our exact needs. But before building 
upon it two major components of this circuit have to be chosen in order to have a good starting 
platform for upcoming expansion and improvement of the circuit. We are of course talking about 
the op-amp and the transistor. 
 
Let’s first start with the op-amp. Before we choose the component we have to remind ourselves 
what is the purpose of this op-amp. In section 2.1.3.5 it was described what the exact role of the 
op-amp is in the basic op-amp current source circuit. It controls the voltage at the sense resistor 
and emitter junction. Since in our case this current branch is going to have the load connected to 
it which can be up to 50Ω in resistance and the current through this load can reach up to 200mA 
the voltages at the emitter junction need to be high enough to drive this kind of current through it. 
Besides being high enough the voltages also need to be low enough so when we don’t want any 
current through the load none or a negligible amount of current is flowing through the load.  This 
is best achieved with a dual supply. These are pretty much the only requirements the op-amp has 
to meet. So that means that a rail to rail op-amp is needed which can be operated with a dual 
supply that needs to be high enough to drive the necessary load with 200mA of current through it. 
There is as sea of op-amps that would satisfy these requirements, in our case the OPA197IDR is 
the chosen one. It has rail-to-rail input and output and also a ±18V dual supply. It also has a low 
offset voltage of ±250uV and relatively low noise. It comes in the 8-pin SOIC package which 
means that it won’t cause any problems when it is soldered to a PCB manually. Although it 
comes with 8-pin only 4 of them are connected the other 4 of them have no connections and can 
be left floating [17].  
 
The op-amp requirement did not pose any major restrictions regarding the choice of it. The 
choice of the transistor on the other hand has to be more carefully planned out. If we again turn 
our attention to section 2.1.3.5 we can see that the role of the transistor is to pass and restrict 
current through it, to behave like a valve. So one of the parameters of the transistor that is 
important, is how much current can the transistor withstand. Other important factor is how much 
voltage we can apply to the transistors, since the voltage on the collector needs to be high enough 
to allow 200mA current through 50Ω loads. Since the currents through and the voltage drops 
across the transistor can get quite high in our case, the power dissipation parameter of the 
transistor is vital in choosing the right one. If the transistor is not capable of dissipating the power 
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required, than it will burn, which is obviously something we want to avoid. The power 
dissipation on a transistor can be determined with eq. (3.2) but in our case the power dissipation 
is determined with the simplified version, eq. (3.3). In the eq. (3.3) we ignore the base current 
which is negligible compared to the collector current because the current gain of the transistor 
can get very high. So we are solely focusing on the collector current and the VCE voltage drop of 
the transistor to determine the maximum power dissipation. But to calculate it we first have to 
determine what the highest VCE in our case is since the largest collector current will be more or 
less the same as the largest emitter current which we determined is 200mA. We know that the 
collector voltage is fixed at 15V so to determine the highest VCE drop we need to find the 
transistors lowest emitter voltage at which there will be 200mA of current flowing through it. 
Well if that is of course going to be when ta load of 1Ω is going to be connected to the current 
source. Here we have to take into the account the overall resistance of the main current branch 
which when the load of 1Ω is connected to it will be 12Ω (see section 3.2.4.3 for further detail). 
So if we calculate how much voltage we need to supply 12Ω with 200mA of current with Ohms 
law, we get 2.4V at the emitter terminal of the transistor. If we now subtract this voltage from the 
15V of the collector terminal we get a VCE voltage drop of 12.6V. Now we can put all of the 
data in eq. (3.3) and we get a maximum power dissipation of 2.52W. One more very important 
thing we have to watch out for is that the transistor is an NPN and not a PNP type. Since the op-
amps output voltage is going to be positive only an NPN transistor will work as we want since 
the PNP is controlled with a negative voltage or current. 
 
 𝑃 = 𝑉𝑏𝑒 ∗ 𝐼𝑏 + 𝑉𝑐 ∗ 𝐼𝑐 (3.2) 
 𝑃 = 𝑉𝑐 ∗ 𝐼𝑐 (3.3) 
 
Based on all these requirements listed in the previous section we can now choose a transistor. 
There are a lot of transistors on the market which would meet our requirements and one of them 
is the 2SC5569 NPN bipolar transistor which is chosen in our case. The 2SC5569 comes in the 
TD package type with a small collector heatsink attached to it. The maximum VCB and VCE 
voltages can reach up to 100V while the collector current can be as high as 7A. The base current 
cannot be higher than 1.2A which of course is high enough and the power dissipation of the 
collector can is rated at 3.5W when the case temperature is 25C. The power dissipation starts to 
drop when the case temperature increases but is expected to stay within limits. With these 
specifications the transistor should have no problem withstanding all of the current and voltage 
requirements that we have listed above [18]. 
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One more thing that needs mentioning is the load position in our circuit. If we look at figure 2.7 
form the section 2.1.3.5 we can see that the load current is flowing on the collector side. There is 
no load connected there but if the load would have been drawn it would be placed between the 
collector and the supply. We can see this by the Iload current that is drawn. This is the standard 
way of executing an op-amp current source.  But since in our case the load has to be connected to 
the ground on one side we are going to place the load on the emitter side of the transistor (see 
figure 3.6) and not between the collector and the power supply. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 3.7: Op-amp and transistor connections 
 
3.2.4.2 MCP4728 DAC    
One of the first things we can notice regarding the basic op-amp current source circuit is that if 
we want to control it with an MCU or more specifically with an Arduino Due we have to control 
it with an analogue signal since the input of the circuit is an op-amp which requires an analogue 
input. Now if we go back to section 3.2.2 we mentioned that the Arduino Due has unlike other 
Arduino boards besides digital outputs also two pure analogue outputs. It achieves this with two 
DACs built into it. So one would consider this problem resolved, we just connect the analogue 
output of the Due to the op-amp input and it will work. Well that is true but one has to remember 
that the required current source has 4 channels and the Due has two analogue outputs. So with the 
two Due DACs we can only control 2 channels which are not enough. So in order to control 4 
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channels with the Due an external DAC is needed. For this task the MCP4728 external DAC is a 
good selection.  
The MCP4728 external DAC has similar to the DUEs built in DAC a 12-bit voltage output but on 
top of that it also has 4 channels which makes it perfect for the task in hand. The MCP4728 is 
controlled via the I2C digital communication protocol which the Arduino Due supports. The I2C 
requires two wires to communicate to the DUE, as only the SCL and SDA lines need to be 
connected. It also has unlike the DUEs DAC a high precision internal voltage reference at 2.048V 
which can be set to two different gain settings of 0 and 1 which means we can have a maximum 
voltage output of 2.048V or 4.096V. It requires a voltage supply in a range from 2.7V to 5.5V at 
the VDD pin and it has low power consumption. The MCP4728 has like mentioned at the 
beginning 4 analogue voltage outputs from VOUTA to VOUTD where each of the 
outputs/channels is driven with its own output buffer. These outputs are then the ones that 
directly control the OPA197 op-amps. In total the MCP4728 has 10 pins, besides the SDA and 
SCL for I2C communication, VDD and VCC for power and VOUT from A to D for analogue 
outputs, it also has a RDY/*BSY pin which is just a status indicator of EEPROM programming 
activity and a LDAC pin which has two functions. The first one is for transferring the contents of 
DAC input registers to the output registers and the second is to select the device for reading and 
writing I2C address bits. Since the RDY/*BSY pin is just a status indicator it can be left floating. 
The LDAC pin can be permanently tied to ground which will transfer the contents of the input 
registers to the output register immediately at the last input data bytes acknowledge pulse[19]. 
  
` 
                           
                              
  
 
 
 
 
 
Figure 3.8: MCP4728 connections 
3.2.4.3 AD8226 in-amp 
Until now every part of the circuit that was described is meant in one way or another to control 
the current through the load. But besides controlling the current we mentioned at the beginning of 
section 3.2 that the circuit also has to measure the current so that it can send the measurement 
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data to the Due which can process it and send the appropriate voltage at the OPA197 input which 
then controls the transistor that decreases or increases the current flow through it based on the 
OPA197 output voltage. So this current that flows through the transistor is the one that flows into 
the load and this is the current we need to measure.  
 
The approach is the same as in the basic op-amp current source from figure 2.6. A sense resistor 
needs to be used where one can measure the voltage drop across it and determine from that and 
its resistance what the current through it is. This is the common way a current in a circuit is 
measured. Since this sense resistor is in series with the load we want its resistance to be small so 
it does not have a significant effect on the current through the load and also we don’t want it to 
dissipate a lot of power when a lot of current passes through it. Here a value of 1Ω for the sense 
resistor seems like a good choice. It is low enough not to dissipate a lot of power and high 
enough to make a noticeable drop of voltage when current is passed through it so the measuring 
device can sense it. The measuring device has to besides measuring the voltage drop across the 
resistor also amplify the voltage since this is the voltage that is going to the Arduino Due 
analogue inputs. These analogue inputs can accept voltages up to 3.3V. So we want to extend the 
range of voltage across which the current is measured. This way the analogue input of the Due 
will have greater sensitivity, it will notice smaller changes in current. For this kind of an 
application an instrumentation amplifier, often abbreviated as an in-amp is a good option. Those 
kind of amplifiers have a very high input impedance, low DC offset, low noise and high CMRR 
and are a great tool for measuring differential signals, like in our case the difference in voltage 
across the sense resistor [20]. There are a lot of choices on the in-amp market today but here we 
are going with the AD8226. 
 
Like mentioned above the AD8226 is an 8-pin instrumentation amplifier IC with rail-to-rail 
output and a wide supply range. It can be supplied with a dual supply up to ±18V and has low 
input noise. Another great feature of the AD8226 is that the gain can be set with just 1 external 
resistor which is connected to the two Rg pins. It comes in different packages but the one that is 
implemented in the current source comes in the Small outline integrated circuit (SOIC) package, 
so it does not take a lot of space on the PCB. It has two supply pins that can withstand ±18V and 
one reference pin which serves as the reference for the two supply pins. Like a standard op-amp it 
has two inputs the non-inverting +IN and the inverting –IN where the voltage difference is 
connected. If the voltage is higher on the +IN input the output Vout will be positive and vice versa, 
of course if the in-amp has a negative voltage supply [20].  
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Before the AD8226 is implemented into our current source circuit the resistance of the gain 
resistor needs to be figured out. But before we can figure out the resistance we have to agree on 
the gain. We mentioned that the Due analogue input can handle voltages up to 3.3V but we want 
to have a bit of breathing room between the highest output voltage of the in-amp and the 3.3V of 
the Dues analogue inputs. That is because the analogue input can get quickly damaged if there is 
an overvoltage connected to it [7]. So because of this the range of 3V is chosen. That means that 
when a current of 200mA is going to be flowing through the sense resistor we want the in-amp to 
output 3V. Top calculate the gain we need for that we can use the simple eq. (3.4) below. 
 
𝐺𝑖𝑛−𝑎𝑚𝑝 =
𝑉𝑖𝑛−𝑎𝑚𝑝_𝑚𝑎𝑥
𝑉𝑠𝑒𝑛𝑠𝑒_𝑚𝑎𝑥
 
 
 
(3.6) 
 
The Vin-amp_max is the maximum voltage we want our in-amp to output which is as mentioned 
above, around 3V. If we divide this now by the maximum voltage drop that the sense resistor is 
going to produce, which if the resistance is 1ohm and the maximum current through it that we 
expect is 200mA, is going to be 200mV or 0.2V. So the Vsense_max is 0.2V which if we follow the 
eq. (3.1) gives us a gain of exactly 15. So now that we have the gain we desire we can calculate 
the resistance we need to achieve this. If we look at the datasheet of the AD8226 there is an 
equation that determines what value of resistance we need for a certain gain [20]. The equation 
(3.2) can be seen below. 
 
𝑅𝑔 =
49.4𝑘Ω
𝐺 − 1
 
  
 (3.5) 
 
So to determine the resistance of the gain resistor a value of 47.4kΩ has to be divided by the gain 
we desire subtracted by 1 [20]. The equation brings as an approximate of 3.38kohms. That is not 
a standard value of a resistor so we have to choose the next best thing which in our case is 3.6kΩ. 
If we now reverse the equation 3.2 and calculate what kind of resistance of 3.6kΩ gives us we get 
a gain of approximately 14.72 so less then we wanted. If we take this gain and use equation 3.1 to 
get the maximum voltage output of the in-amp we get 2.944V which is close enough to the 3V 
we desired. 
 
The current measuring part of the circuit is taken care of but if we look closely at the circuit that 
we have now we can notice one thing. In the main branch where the load current is going to be 
flowing all we have is a sense resistor of 1Ω and the load. We can now imagine a scenario where 
we have a load with a low resistance. For example if the load is in the range of 1-5Ω the overall 
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resistance of the branch is from 2-6Ω. That means a voltage of around 10mV at the emitter 
terminal would produce a current from more than 1 up to 5mA. Why are we mentioning this? 
Well because a voltage up to 10mV at the emitter is quite plausible even when we have a non-
ideal DAC that will output a certain voltage even though it is set to 0V. That means that the 
OPA197 output voltage also won’t be 0V. We also have to take into the account that the output 
voltage of the OPA197 also has to be amplified, so the OPA197 also has to have a certain gain, 
which we will discuss in more detail in section 3.2.4.5. So all of this means that if we would 
connect a low resistance load to the current source a current of more than 1mA would flow into 
the load even though the current source is not operating. This of course is not something we want. 
There are two ways we can solve this. The first one is to lower the voltage at the emitter terminal 
of the transistor which would require better components and better circuit design which is an 
expensive and technically more complex solution. In our case the cheaper and the easier solution 
is to just increase the overall resistance with an additional resistor in series with the sense resistor 
and the load. That of course has its downfalls. Larger power dissipation in the main current 
branch and larger voltage is required at the emitter to drive the loads compared to before. But in 
our case we can look passed it since we are not building a very efficient current source and we 
have a 15V voltage compliance which means that we are still able to drive loads up to 50Ω with a 
200mA. If we take a resistance of 10Ω we get a worst case scenario overall resistance of 12Ω, 
that is with a load of 1Ω. So if the voltage at the emitter stays below 12mV which is very realistic 
we have less then 1mA of current flowing through a 1Ω load in an off state, which is bearable. 
We have to point out that this really is a worst case scenario since heaters of 1Ω don’t really 
appear often. So a series resistor of 10Ω which we will call a range resistor from now is a 
solution in our case.  
 
 
 
 
 
 
 
 
Figure 3.9: Current measurement implementation 
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3.2.4.4 Op-amp buffer 
The current measurement is not the only measuring or sensing part of the circuit. The voltage of 
the load is also subjected to measurements since this is a way to extract the resistance of the load 
(heaters) which is a parameter that is not to be eluded. But to measure the voltage of the load we 
cannot just simply connect the analogue input of the Due directly to the load. The reason is 
simple, the analogue input of the Due can measure voltages up to 3.3V and the voltage of the 
load can get as high as 10V if we have a 50Ω load with 200mA of current flowing through it. Not 
only will the Due not measure voltage above 3.3V, the high voltage will also probably fry the 
analogue input of the Arduino and it will become useless. The solution for this is quite simple. 
We can use a voltage divider with an op-amp buffer to convert the voltage of the load to a 
measurable voltage for the Due. The voltage divider like the name tells us divides the voltage 
which is than buffered by an op-amp so when the Due is connected to the load the voltage of the 
load is not affected by the Due. Because the voltage divider ratio is known we can simply use the 
inverse of the ratio value and correct with software the measured value and get out the real value 
of the load voltage. The maximum voltage of the load which is expected to be 10V has to be 
transformed into a measurable voltage for the Due, which can be maximum 3.3V. So we need to 
find a ratio of the voltage divider with two resistors that satisfies our requirements. But first we 
need to determine what that the value of this ratio needs to be. That is not hard to determine we 
just need to divide the maximum load voltage with the maximum voltage that the analogue input 
of the Due can handle. We get 0.33 and that is that is the ideal ratio we need to find but in the real 
world the best we can hope is to get near this value. One thing we also need to remind ourselves 
is that the 0.33 is the ratio of the voltage divider not the resistor values. So to find the resistor 
values that match our goals we have to find the right combination and the way to do that is with a 
simple trial and error. So taking two resistor values and checking with the eq. (3.3) for a voltage 
divider if the ratio is 0.33. What we find is that the resistor values of 22kΩ and 47kΩ get really 
near our goal. These two values give us a ratio of the voltage divider approximately 0.32 which is 
a really good ratio in our case. When connecting the divider to the op-amp buffer we need to be 
careful to connect it to the non-inverting input since we do not want negative voltages at the Due 
analogue input. Also the output and the inverting input are short circuited. For the op-amp buffer 
we use the same op-amp as we did for the current control, the OPA197 which is supplied with an 
asymmetrical dual supply of +15V and -5V. 
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Figure 3.10: Voltage measurement buffer 
 
3.2.4.5 X9C103PZ digital potentiometer 
We again turn our attention to figure 2.6 of the basic op-amp circuit and compare it to our current 
circuit design we have up until now. We notice that in both designs the op-amps that are 
controlling the transistors have no gain or in other words they have a gain of 1. So the voltage at 
the emitter terminal of the transistor is the same magnitude as the voltage at the non-inverting 
input of the op-amp. Since in our case the DAC that supplies the input voltage to the OPA197 op-
amp has maximum voltage output of 4.096V if the internal voltage reference is used [11], a 
current of 200mA for loads up to 50Ω is not possible. What we need is a high enough gain so that 
the voltage at the emitter will be sufficient to drive a load of 50Ω. But the high gain on its own 
also causes some headaches. We know that our ICs are not ideal which means for example that 
the DAC will not output 0V when we send the command for 0V output. So a nonzero output 
voltage will be present at the op-amp input which will then be amplified by the high gain. We can 
see where this is heading. If a small load will be connected to the current source a noticeable 
current will flow through it when the current is set to 0. A way to solve this problem is to divide 
the load into multiple ranges, for example in our case in 3 ranges. Each of the ranges will have its 
own gain. So for smaller loads the gain would be smaller but high enough to enable current of 
200mA. For medium loads the gain would be a bit higher and for the higher resistance loads the 
gain would be at its maximum. So we need a way to change the gain of the op-amp when the load 
ranges change. The easiest way is to have two resistors that determine the op-amps gain in the 
feedback loop where one of them has a fixed resistance and the other ones resistance is variable. 
To achieve a variable resistance a simple potentiometer can be used but since the resistance must 
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be controlled digitally, with software a digital potentiometer is needed. The IC chosen for this 
task here is the X9C102 digital potentiometer. 
 
The X9C102 is an Intersil digital potentiometer IC which comes in the PDIP package with 8 pins. 
The potentiometer has a resistor array inside it which is composed of 99 resistive elements and 
wiper switching network. The wiper is controlled digitally and can access 100 different points in 
the resistor array over the range of 10kΩ, so a step resolution of 100Ω is achieved. The IC also 
has a non-volatile memory so the position of the wiper can be stored in it and recalled again after 
power-up. The device can be used as a three-terminal potentiometer or as a two-terminal variable 
resistor. The reason for choosing the X9C102 is its low-cost and also it is also very easy to 
programme since there is a pre-existing Arduino library written for it. The X9C102 is controlled 
with the Due via the 3-wire serial communication. It uses the INC, U/D and CS pins for that. The 
INC pin is used to move the wiper and to increment or decrement the counter, which value 
determines the position of the wiper and consequently the resistance of the potentiometer. 
Whether the counter is incrementing or decrementing depends on the level of the U/D pin which 
stands for up and down. But before we can change the position of the wiper we have to first 
select the device by pulling the CS pin low. The device also has two power pins for the power 
supply, the VSS and the VCC pin. The maximum voltage that can be applied to the VCC pin 
respect to the VSS is 7V.  The recommended voltage supply is 5V. That is also the maximum 
voltage that can be applied to the VH and VL terminals, which are the terminals that are 
equivalent to the fixed terminals of a mechanical potentiometer. The subscript H and L stands for 
high and low and are meant as a reference for the movement of the wiper terminal which is 
selected as mentioned before with the U/D input pin. So if the direction of the wiper terminal 
movement is chosen to be up, the wiper moves towards the VH terminal and if it is chosen to be 
down it moves towards VL terminal. The actual wiper terminal is at the VW pin which is 
equivalent to the movable terminal of a mechanical potentiometer. Its position in the resistive 
array determines the resistance of the variable resistor [21]. 
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Figure 3.11 [21]: X9C102 block diagram 
 
Implementing the X9C102 into our current circuit is simple. The digital potentiometer is used as 
a variable resistor so it has to be connected in series with another resistor to form a voltage 
divider that is going to determine the gain of the OPA197 op-amp. Although the digital 
potentiometer and the other gain setting resistor are in series we still have to be careful which one 
is connected where. That is because both are connected in the op-amp feedback loop and the 
voltage at the emitter terminal which is also part of the feedback loop can get as high as 12V as it 
needs to drive loads of 50Ω with 200mA current. But according to the datasheet of the X9C102 
the VR and VL pins of the digital potentiometer can handle only voltages up to 5V so the normal 
gain setting resistor has to be connected to the emitter terminal. That means that according to 
equation (3.5) for the non-inverting op-amp gain the digital potentiometer is the R2 resistance 
and the extra gain resistor is the R1 resistance. So the variable resistance of the digital 
potentiometer R1 has to decrease for the gain to increase, they are inversely proportional. But we 
still have to determine the gain first so we know at which resistances the digital potentiometer 
will operate. To do that the loads have to be divided into three ranges like it was mentioned in 
one of the previous sections. Two things have to be acknowledged here. First we have to take into 
account the overall resistance of the main current branch so with the sense and the range resistor 
included not just the load resistance. Which means the minimum resistance of the branch with a 
load of 1Ω is 11Ω and the maximum overall resistance of the branch with a load of 50Ω is 61Ω. 
So the gain of the op-amp has to be tailored to drive 200mA through the overall resistance. 
Second thing, we already mentioned that the maximum MCP4728 output voltage is 4.096V 
which only if the gain setting is set to 1 but in our case the gain setting is set to 0 so the 
maximum output voltage of the MCP4728 is 2.048V. The reason for that is that the smaller 
voltage enables us to control the current with more precision; we have a much smaller LSB. So 
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with these two things now in our heads we can now determine the load ranges and the gains 
associated with those ranges. To do that lets just remind ourselves what we are trying to 
accomplish here. We want to divide the load that ranges from 1 to 50 ohms into three relatively 
equal ranges so that each range has its own gain that will not produce a large offset current for the 
loads in that range. Because the lower resistances in each range pose the biggest problem we need 
ranges where the lowest resistance of that range is a high percentage of the highest resistance in 
that range. And this percentage has to be approximately equal for all ranges. Here we have to 
consider the overall resistance when looking at the percentages. If we do some trial and error and 
try to figure out which 3 ranges can fit these requirements we find that the ranges 1Ω to 9Ω, 10Ω 
to 24Ω and 25Ω to 50Ω fit quite well. These numbers represent the load range. If we do a bit of 
math we can see the overall resistance for example in range one if the loads are 1ohm and 9ohms 
the overall resistance’s become 12Ω and 20Ω. The 12Ω resistance is 60% of the 20Ω overall 
resistance which minimizes the offset current if we tailor the gain to the range. If we look at the 
other two ranges we can see that the lowest overall resistances are 60% and 59% of the highest 
overall resistance in their own ranges. If we now tailor the gain to each of the ranges we can 
minimize the offset current in each range. The gain has to be set so that it is just high enough to 
drive 200mA through the biggest resistance in that range. We can determine the gain for each 
range with the equation (3. 4) below. 
 
𝐺𝑎𝑖𝑛 = 𝐼𝑚𝑎𝑥 ∗
𝑅𝑜𝑣𝑒𝑟𝑎𝑙𝑙
𝐷𝐴𝐶𝑜𝑢𝑡
 
 
 
(3.5) 
   
IMAX is the maximum current through the load which is 200mA, DACout is the highest MCP4728 
output voltage which is 2.048V in our case and the Roverall is the highest overall resistance of the 
load ranges. If we type the data for each range in equation (3.) we get gains of 2, 3.5 and 6 for 
ranges 1, 2 and 3. If we now toss around a bit eq.(2) for the gain of the non-inverting op-amp we 
can get from the gains that we just calculated the resistances of the digital potentiometer 
necessary to achieve these gains. And what we get are resistances of 10kΩ, 4kΩ and 2kΩ. So that 
means depending of the resistance of the load that the user is going to attach to the current source 
the gain of the input OPA197 op-amp is going to change based on these  resistances of the digital 
potentiometer. 
 
With this the design of the control and measurement circuit by itself is finished. In the next 
section we proceed with the design of the schematic for the whole circuit and the design of the 
board layout.  
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Figure 3.12: Digital potentiometer connections 
 
3.2.5 Schematic and board design in Eagle 
3.2.5.1 Schematic 
The schematic and the board layout are designed with the software package called Eagle from 
Autodesk. Eagle has a free version and two licensed versions, the standard and the premium. 
Since the free version is restricted with board size the standard version is used in our case. Eagle 
was chosen because the Eagle community is one of the biggest ones out there and also because 
the standard version is free for students. Eagle also has a large library of components already 
integrated but nevertheless certain components’ have to be made from scratch. Regarding the 
connections between components most of them were already shown in the previous section, 
where the main ICs were described and are not described here, but they can be seen in the 
Appendix chapter at the end of the document. This section is more or less dedicated to the 
schematic design of the rest of the circuit, which ensures that the circuit design from the previous 
section runs as we intended. 
 
If you were reading carefully the previous section you probably noticed that the circuit has three 
different supplies +15V, +5V and -5V. All of these supplies need to come from one single power 
supply since we do not want to make the final version of the current source user unfriendly which 
is going to be the case if the user has to connect three different supplies to the current source. In 
our case the single supply comes from an AC/DC adapter that outputs a single voltage of +15V. 
It has a 3.5mm plug that is connected to the circuit with the help of a 3.5mm jack. The 3.5mm 
jack is not directly mounted on the PCB but is connected via two pins to which the +15V and the 
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ground are connected. The ground is common for the whole circuit so all of the grounds that are 
described area connected together. The +15V pin also has two decoupling capacitor’s with values 
of 0.1uF and 1uF connected to it to stabilize the output voltage of the AC/DC adapter. The 
schematic for the +15V supply is shown below in figure 3.1. 
 
 
 
 
 
 
 
Figure 3.13: +15V voltage supply 
 
From the +15V supply described above we can also get a +5V supply which is used for various 
ICs in the circuit, like the DAC, digital potentiometers and the output voltage buffers to name 
some of them. To achieve the +5V the UA78M05CDCY voltage regulator is used. 
 
As seen from the schematic from figure 3.12 the main supply voltage of +15V is fed in to the 
input of the regulator where it is decoupled with a 0.33uF capacitor which is recommended by the 
datasheet [datasheet reference]. At the output terminal we get a regulated voltage typically of 
+5V but can also get as low as +4.8V and high as +5.2V but even in the most extreme cases the 
voltages will be in the range of the ICs that are supplied by it. The voltage stability at the output 
of the regulator is ensured by a decupling capacitor with a value of 0.1uF. All of the voltages of 
the voltage regulator are referenced to the two common terminals that are shorted together to 
ground [22]. The regulator does not have a heatsink although it has a 10V voltage drop. This is 
because the currents that are passing through it are not large since the +5V voltage supply is 
connected to low consumption ICs. One of these ICs is the LTC1983ES6-5TRMPBF charge 
pump which is described in the next paragraph. 
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Figure 3.14: Voltage regulator connections 
 
The LTC charge pump is an IC that takes the voltage of the voltage regulator at its input and 
outputs a negative voltage of similar magnitude. This negative voltage is used for the negative 
supply of the OPA197 and the AD8226 which enable the ICs to reach voltages near 0V when no 
voltage is applied at their inputs. The LTC plays an important part in ensuring that there is no 
zero offset current. If we look at the schematic in figure 3.13 we can see that the input voltage as 
mentioned before is fed directly from the voltage regulators output. It is decoupled with a large 
decoupling capacitor with a value of 10uF. The output voltage from the regulator is not just 
connected to the input of the LTC charge pump but also to the SHDN pin of the charge pump. 
Connecting this pin to the output of the voltage regulator enables the charge pump whenever the 
regulator is turned on. At the output of the pump where the Vout terminal is a decoupling 
capacitor of 10uF is connected to it ensure a stable negative voltage. There is one extra capacitor 
if 1uF that needs to be connected to the C+ and C- terminals. This whole configuration enables 
the pump to invert the positive input voltage to a negative output voltage of similar magnitude. 
The pump outputs at most 100mA of current which for our application is enough since it only 
supplies the negative supply pins of 4 OPA197 op-amps and 4 AD8226 in-amps [23]. This is also 
the last piece of the supply puzzle in the next paragraph we focus on the circuits interface with 
the outside world. 
 
 
 
 
 
 
 
 
Figure 3.15: Charge pump connections 
    42 
 
In order for this circuit to work as we intended for it we need to interface it with the MCU so that 
we can control it and also to provide the measurement data to the MCU. This is done with a 24 
pin 2.54 mm connector that has digital and analogue pins. The digital pins are for the control of 
the various ICs like the digital potentiometer and the DAC. Of the 24 pins we have 2 digital pins 
for the I2C communication protocol for the DAC; we have 12 digital pins for the 4 digital 
potentiometers that are controlling the 4 channels independently one of another. The other rest of 
the pins are analogue and 8 of them are meant for the measurement data, 2 per channel; one for 
the current measurement and one for the load voltage measurement. The other 2 analogue pins 
are ground.  
 
 
 
 
 
 
 
 
 
 
 
Figure 3.16: 24 pin connector connections 
 
3.2.5.2 Printed circuit board 
Since the schematic and the board are both designed in Eagle switching from one to another is 
really simple. After the schematic is finished we just need to press a specific icon in Eagle and 
the software switches to the board layout. In the board layout part the components are connected 
between each other based on the schematic and the connections are indicated with a yellow line. 
The goal when designing the board is to try to have a board which is not too big since we want to 
have the board in a box at the end and we want that box to be as small as possible. On the other 
hand we also have to be careful with the distance between the traces since the closer the traces 
are next to one another the more crosstalk we have in the signals. This is true especially here 
where we have digital and analogue signals laid out together. So a compromise between those 
two factors has to be reached. Other design rules are governed by the design house which in our 
case is Wurth Electronics. The board itself has two copper layers with a thickness of 0.035mm 
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and an isolation layer between them of 0.2mm. The trace width is 0.254mm and is set so that it 
withstands maximum currents in the circuit which can reach up to 1A at the power supply input 
when all four channels are supplying maximum current.  
 
Before routing the board the components have to be first laid out on the board. Arranging the 
components on the board is as important as the routing since a careful layout can safe us much 
headache. In our case the supply part of the circuit with the voltage regulator and the charge 
pump is laid out in one part of the circuit together with the +15V input supply voltage. At the 
opposite side of the supply part of the circuit the banana connectors for connecting the load to the 
circuit are laid out since this adds to the natural feel of the input and output being on opposite 
ends. The banana connectors take the most space on the board because of their dimensions and 
numbers, there are 8 in total. At the input side right next to the power supply the 24 pin connector 
is placed. The rest of the components are meant for control and measurement of the circuit and 
are divided and placed into four columns each for one channel with the DAC in the middle 
dividing the PCB on the left side with two channels and the right side with two channels. The 
components of each of the channels are placed so the current moves from the input to the output 
on the opposite side. Most of the components are surface mount devices (SMD) except for the 
digital potentiometers and the connectors that are through-hole technology (THT). One thing we 
have to be careful at is the placement of the decoupling capacitors. They have to be as close as 
possible to the corresponding ICs with the connections as small as possible to have the desired 
effect on the voltage supply on the ICs. 
 
With the components are placed and the design rules in our head the routing process can begin. 
As mentioned in one of the previous paragraphs the board has 2 layers; the ground layer at the 
bottom and the signal layer at the top. But since the board only has these two layers certain 
signals also have to be routed at the bottom with the help of vias. The digital signals are placed so 
they interfere as little as possible with the analogue signals. Probably the biggest challenge is the 
routing of the +15V and the +5V supply lines to the rest of the circuit, since the board is not that 
small and the signal has to be routed from one side of the board to the other.  At the end when the 
routing process is finished the silkscreen is added to name the components and to name the board. 
The final board has dimensions of 142.45 * 92.00 mm which is acceptable. The final step that 
needs to be taken towards the fabrication of the final board is the generation of the Gerber files 
with the CAM processor in Eagle and sending them to Wurth Electronics fabrication house. The 
end result of the board design can be seen in figure 3.14.  
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Figure 3.17: Final PCB (top layer) 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 3.18: Final PCB (bottom layer) 
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3.2.6 Calibration 
 
Now that the hardware part of the design is behind we need to perform a calibration of the 
hardware before we move on to the development of the software of the current source. The 
calibration is needed to ensure that the measurement of the current with the in-amp has as little 
error as possible. But what error are we talking about here? Well it is the gain error of the in-amp. 
The gain of the in-amp is calculated according to eq. (3.5) which we mentioned in the section 
3.2.4.3 and has a value of 14.72. This is a calculated value and in practice it won’t 14.72 but 
some other number. This value is going to be used in the software part of the current source to 
extract the current that is flowing through the load. So if we use a value of 14.72 for the in-amp 
gain and it turns out that this value is not correct we going to be getting current values that are not 
correct. Because of that we need to perform the calibration of the in-amp gain. The calibration 
procedure is described in the next few paragraphs. 
 
In order to perform the calibration we need an accurate device for measuring current. In our case 
this device is the Xindar DB2000 digital multimeter. We need the multimeter so that we can 
compare the current measurement of the current source that has an in-amp gain of 14.72 with the 
current measurements of the multimeter. The comparisons of the current are done in 5 points. 
These five points are the reference currents and are chose to be 20, 60, 100, 140 and 200mA. 
When we set a reference current to the current source its task is to match it. The current source 
then based on the measurements that it gets from the in-amp matches the reference current. But if 
the current that we extract from the in-amp measurements is erroneous (because of the in-amp 
gain) the current that will flow through the load is not going to match the reference current. To 
determine the error (if there is one) we use the multimeter which will measure the current that 
actually flows through the load. So based on the difference in measurement’s we then can correct 
(calibrate) the in-amp gain error. These measurements’ need to be performed for every channel 
separately with at least three different loads connected to it. We need the three different loads 
because we have three load ranges and we want to see if there is any discrepancy between the 
ranges. Each of the loads needs to fall into one of the ranges. In our case the 8.2Ω is for range 
one the 22Ω for range two and the 47Ω for range three. In table 3.1 we can see an example of our 
measurements for the first channel with an 8.2Ω load. 
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Reference current [mA] Measured current [mA] Error [mA] 
20 20.0 0.0 
60 60.0 0.0 
100 99.6 0.4 
140 138.6 1.4 
200 197.9 2.1 
 
Table 3.1: Current error in channel one with a 8.2Ω load 
 
If we look at the table 3.1 we can see that in that channel number one has in the first range an 
error of 2.1mA when the reference current is set at 200. Instead of 200 mA there is a current of 
197.9 through the load. This for instance would not satisfy our requirement of a current accuracy 
of 1mA. We can see that with increasing set current the eror also increases.  The example above 
is just for the first channel in the first range (8.2Ω load). We need to repeat this with different 
loads for each of the channels. After every measurement is made we need to find out what is the 
slope of the error for each range inside each of the channels, since the points of the measurements 
follow a certain function. This is made by taking the measurement points for every range of every 
channel and determining which line function best fits the measurement points. In our case this is 
done with the help of GNU Octave. Octave has a function called polyfit that finds a function that 
best fits the array of points which we insert as an argument. The function searches for a 
polynomial that best fits our points. In our case we are looking for a line function. The function 
returns two numbers. The first is the coefficient of the line and the second one is the offset. In our 
case we are just interested with the first number namely the coefficient. This coefficient if 
multiplied by 100 tells us the percentage of error that we have in each of the ranges. The table 3.2 
below shows us these percentages for every channel. 
 
 
Table 3.2: Gain errors for channels one to four 
 
Load [Ω] CH1 error [%] CH2 error [%] CH3 error [%] CH4 error [%] 
8.2 1.28 1.91 2.17 2.51 
22 1.17 1.84 2.14 2.55 
47 1.00 2.13 2.36 2.46 
Average [%] 1.48 1.96 2.23 2.51 
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We can see that every channel has a certain error and that the errors differ from channel to 
channel and even from range to range. The errors for every channel are averaged and we can see 
that the difference in error between the channels one and four differs by a whole percentage 
point. Now that we have this data we can correct the gain of the in-amp for every channel. Since 
all errors are positive that means that the gains of the in-amps are set to low. To correct them we 
need to increase the gain by the percentages that we calculated. After we make the correction we 
get the gains of the in-amps listed in the table 3.3 below. 
 
 
Channel number In-amp gain 
1 14.94 
2 15.01 
3 15.05 
4 15.09 
  
Table 3.3: Final in-amp gain values 
 
If we take a quick look at the results from the calibration we can see that none of the actual in-
amp gain are 14.72 as we calculated, the closest is the in-amp from channel 1 with 14.92. All 
other in-amps have a gain above 15. These are small changes but at the end these are the changes 
that should make the current source at the end satisfy our requirements. What part do these gains 
play in our software will be mentioned in the next subchapter which is dedicated to the 
development of the software for the current source. 
 
3.3 Software 
 
With the finished board design we now focus on the brains of the whole voltage controlled 
current source, the Due or more specifically its software. The software for the current source is 
written in C++ in the Arduino environment. For this the Arduino IDE is needed where the code is 
written and debugged. To upload the code or the sketch as it is called to the Arduino Due a USB 
connection is necessary. The Arduino sketch is structured so that it has two functions; the setup 
function the initialization is executed. This function executes only once after the sketch is run. 
The second function is the loop function which is executing all the time and it is where is the 
main part of the program is written [24]. 
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Figure 3.19: Current source program flowchart 
 
In figure 3.16 we can see the flowchart of the current source program. At first the MCU in our 
case the Due gets initialized. This is when the sketch is transferred to the memory of the Due with 
the help of the bootloader. When the current source sketch starts running the first thing it does, is 
it initializes the libraries necessary for the whole sketch to work as we intended. After the library 
initialization is performed the next step is to initialize the DAC and the digital potentiometers. 
The DAC needs to be also configured after it is initialized for it to perform as we want. Another 
initialization that needs to execute is the graphical user interface (GUI) initialization. This 
encompasses the initialization of the display and the touchscreen. This part also draws the home 
screen page which is the default page of the current source to the display. When all of this 
executed the software enters into the main loop of the program, the loop function of the Arduino 
sketch. A more detailed description of the software is described in the next two subchapters. The 
Initialize the MCU & the 
libraries 
Initialize the DAC & the 
digital potentiometers 
Initialize the graphical user 
interface 
Configure 
DAC 
Enter the 
main loop 
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description is divided into two main parts the Graphical user interface (GUI) and the 
measurement and control of the current. 
 
3.3.2 Graphical user interface (GUI) 
 
First thing we are tackling in the software development of the current source is the GUI. The GUI 
is an important part of the software of the current source. It needs to display the proper 
information for the user and also needs to present enough options for the user with which the user 
can control and manipulate the current for the control of thermo-optical switches of the PIC. The 
manipulation of the current needs to be handled with a couple of buttons that allows the user to 
increase and decrease the current by a certain value. Also the user needs to be enabled to change 
the range of the load since this is not done automatically. The display also needs to present the 
user with valuable information like the current flow through the load and the loads voltage and 
resistance. All of these options and information need to be displayed for each of the channels. 
Since we have four channels and the screen is quite small we cannot just display every option and 
information for every channel on our small screen. Because of this the options and information of 
evert channel is needs to be presented on its own page where the pages are accessed via a home 
screen or a main menu that the channels share. This solves the problem of the small screen quite 
elegantly. In the next couple of section we will be describing the process of programming a GUI 
in this way 
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Figure 3.20: Home screen of the GUI 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure: 3.21: Channel number one (GUI) 
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3.3.2.1 Libraries 
In order to program the display like in the two figures above we need three libraries that will 
make our work much easier. For the drawing of the graphics we need the Adafruit_GFX library 
which is an open source library and can be accessed or downloaded via the Arduino IDE library 
manager. The second one is the Adafruit_ILI9341 and is responsible for the LCD controller. This 
library helps us with the displaying of the graphics. It can be downloaded via GitHub. The last 
library that we need for the GUI programming is the Adafruit_STMPE610. This library manages 
the resistive touchscreen controller and helps us with the reading of the touchscreen. This library 
is also available on GitHub.  
 
After the libraries for the programming of the GUI are setup we need to create instances of the 
display and touchscreen controller objects with which we are going to access all the functions of 
the aforementioned libraries. The code for the creation of these two instances is below: 
 
The first object allows us to draw shapes and text to the display with a whole range of colours, 
while the second object allows us to read the points from the touchscreen. Now that we have 
these two objects we can move to the process of programming the GUI. 
3.3.2.2 Drawing the GUI 
The first task in programming the whole multiple page s GUI program is the creation of the 
default page a home screen which is displayed every time the current source is turned on, this 
home screen can be seen in figure 3.18. It is meant to enable the user to navigate through 
different channels. It has 4 identical rectangular status indicators that are divided into three parts. 
The first most left part indicates the channel number the middle part if the channel is turned off or 
on and the last far right part displays the current in the channel. The far right part besides being a 
status indicator is also a button which allows us to change from the home screen to the main page 
of the channel, which we are going to describe a bit later in the chapter. The status indicator that 
displays the current is refreshed every time as long as the current source has its supply.  
 
The home screen is drawn onto the display with the home_screen function that is programmed by 
us. The home_screen function utilizes the tft object that we described above and the functions of 
//create instances of the display and the touchscreen objects 
Adafruit_ILI9341 tft = Adafruit_ILI9341(TFT_CS, TFT_DC); 
Adafruit_STMPE610 ts = Adafruit_STMPE610(STMPE_CS); 
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the drawing library Adafruit_GFX. Part of the code of the home_screen function is displayed 
below.   
 
The code above is only a small part of the home_screen functions code but helps us illustrate the 
mechanism behind it. This part of the code represents the part of the status indicator that display 
current so the far right part of the indicator. We can see how the function achieves this. With the 
fillRect function we draw a rectangle and with the parameters we specify where to draw it on the 
display and what colour is the rectangle. Then we print some text into this rectangle where we 
first tell the display the coordinates of the start of the text with the setCursor function. After that 
we select the text colour, size with the textColor function and the SetTextSize function. The last 
part that is left is to print the text we want. This of course this is like we mentioned just part of 
the home_screen function but the rest of the function graphics is coded in the same way. The 
home_screen function is called in two instances. The first one is in the setup function of the 
Arduino sketch so that the home_screen is drawn every time the current source is turned on or 
reset. The second one is when the global variable current_page has the value 0. The current_page 
number variable determines which page of the GUI is drawn. The variable has a default value of 
0 that is set in the setup function of the Arduino sketch. 
 
The same principle or the same basic functions that we mentioned above are also used for the 
drawing of the second page of the GUI, the GUI that displays channels current flow, voltage of 
the load, load resistance and so on. This is done with the function channel. The channel function 
is used to draw the GUI for every channel so it has unlike the home_screen function parameters 
with which we tell the function for which channel the GUI has to be drawn. Other than that the 
function draws the GUI on the same principle as described in the home_screen paragraph above. 
The channel function takes in three parameters. The first parameter is the name of the channel 
and with this parameter the function prints the name of the channel so that it is identified. The 
second parameter is the set current number which just tells the function which set current is has to 
print since we have four of them, each for every channel. The third and final parameter is the 
number of the load range of the channel. This number changes when the user is changing the 
number of the range on the touchscreen. 
 
//ch1 current 
tft.fillRect(coor_X1 + 90, coor_Y1, width_X + 80, height_Y, ILI9341_ORANGE); 
tft.setCursor(coor_X1 + 95, coor_Y1 + 12); 
tft.setTextColor(ILI9341_BLACK); 
tft.setTextSize(2); 
tft.print("I:");tft.print("     mA"); 
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3.3.2.3 Updating the GUI 
Drawing of the GUI is just one part of the equation of programming an interactive and dynamic 
user interface. Since the user interface is displaying live current that is flowing out of the current 
source it needs to be updated. Also the setting of the circuit change based on the buttons that the 
user presses and these changes need to be displayed to the user. Because of that certain update 
functions are needed in the software which sole job is to update data. There are four update 
functions in total in the code but all work on the same principle so let’s that a look on of them. 
The update_data is one of them and we can see a part of its code below: 
 
 
The above code is just a small part of it but it is enough for us to understand how this and other 
update functions work. This function updates the data of the channels; so for example, the current 
that is flowing through the load, the load voltage and load resistance. This data need to be 
updated every time since these parameters change all of the time in the circuit. Also the function 
is quite efficient since it only updates the dynamic data. So rest of the page like the name of the 
channels and the indices of the parameters that are fixed are left alone. The only thing that is 
updating is the part of the display that has dynamic data, all of the update functions work like 
that. If we look at the code above we can see how the functions do that. So in the ace of the 
current the values of the current are always changing and the circuit is measuring this (more on 
that later on). So what the function does when it updates the current to the new value it just erases 
the previous value and prints the new value on top of it. To do this it uses the same functions as 
the home_screen function. First it takes the previous value and it prints it again on top with the 
same colour as the background (white in this case) which erases the previous value since it not 
visible on the screen anymore. After that it takes the new current value and prints it on the same 
coordinates. But in this case the text is printed with the same colour that the previous value was 
printed with (black in our case). This erasing and re-printing is common to all of our update 
functions. The only difference is that the erasing in the other update functions is not done in the 
functions itself but in other functions. 
//erase previous current 
tft.setCursor(35, 45); 
tft.setTextColor(ILI9341_WHITE); 
tft.setTextSize(2); 
tft.print(previous_current, 1); 
//write new current 
tft.setCursor(35, 45); 
tft.setTextColor(ILI9341_BLACK); 
tft.setTextSize(2); 
tft.print(current, 1); 
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3.3.2.4 Reading the touchscreen 
Until now we have only been focusing on displaying the information to the user. But we also 
need know what the user wants so that we can take the proper measures. To do that we need to 
also read the touchscreen. We need to know what is the user requesting. For this we again need to 
write or own functions that will determine if the user has pressed any of the buttons and to also 
execute the action that the button provides. But before we get to these functions we have to first 
get the coordinates of the points where the user has pressed the touchscreen. For this we can 
simply use the function getPoint from the Adafruit_STMPE610 library that we included at the 
beginning. The function returns the points of the touchscreen where the user has pressed. The 
getPoint function is called in the loop function of the sketch, the code is shown below: 
 
 
But this function just returns the points not the coordinates. We still need to map these points to 
the coordinates. For this we can again utilize the Adafruit_STMPE610 library. The library has a 
function called map that maps the points of where the user has pressed the touchscreen to an x 
and y coordinate. It needs to be called two times one time for the x coordinate and one time for 
the z coordinate. Which coordinate we want to map, is determined by the parameters. The code is 
shown below:  
 
The map function returns an integer number between the minimum and maximum coordinate 
number. These two numbers have to be defined by us and have to be defined for the x and y axis 
separately. And these two coordinates are the ones that we have to compare to the coordinates 
that correspond to the buttons. For this task we need to write our own functions. 
 
There are two functions that are comparing the coordinates where the user pressure was applied 
to the coordinates of the buttons. One is only checking for buttons pressed on the home screen so 
page 0 and the other one is checking if the buttons were pressed on pages 1-4. We are going to 
check the check_button_press_PX function that is checking if any buttons were pressed on pages 
from 1-4. Because the graphics on pages from 1-4 are on the same coordinates we can utilize the 
check_button_press_PX function for all of them. Each page from 1-4 has 9 buttons, 3 of them are 
for selecting range of the load, 4 of them are meant for setting the current and 1 of them is for 
//get the point where the display was pressed 
TS_Point p = ts.getPoint(); 
//map the touch points 
p.x = map(p.x, TS_MINX, TS_MAXX, 0, tft.width()); 
p.y = map(p.y, TS_MINY, TS_MAXY, 0, tft.height()); 
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setting the channel off and on. The following piece of code is from the check_button_press_PX 
function. 
 
 
We can see above that this piece of code is checking if the user has turned the current source off 
or on. It achieves this by comparing the last points that the user touched on the touchscreen with 
the coordinates or a more appropriate description would be a range of coordinates of the button 
that executes the off or on action. The button is rectangle with coordinate’s ranging from to a 
certain value in the x and the y axis. If the points that were touched by the user are within those 
ranges it means that the user chose to turn the current source off or on. We can see that when the 
button is pressed the current source changes the state of the current source by changing the estate 
of the current_state variable. This variable is assigned a negated value of the last_state variable 
which holds the previous state of the current source because if the current source was off the user 
wanted to turn the current source on and vice versa. The current_state and the last_state varables 
are of type Boolean which means they can only have values true or false. After the changing of 
the state the check_button_press_PX function updates the button and writes on the current state 
on it with the on_off_button_update function with the current_state variable as the parameter. 
The last thing is to save the value of the current_state variable in the last_state variable for the 
next time the function is called. The same approach is taken with the other buttons in the 
check_button_press_PX function and also in the check_button_press function that is checking if 
the buttons on page 0 were pressed. The only difference is when the other buttons are pressed 
different actions are executed like the changing the range of the load or increasing or decreasing 
the reference current. 
 
Both functions for reading the buttons off the touchscreen are called in the loop function of the 
sketch since we have to be reading the user presses all the time. 
  
 
//check if on/off button was pressed 
if((x >= coor_X1 + 120)&&(x <= coor_X1 + 120 + width_X + 20)&&(y >= coor_Y1 + 
65)&&(y <= coor_Y1 + 65 + height_Y )) 
{   
  //change button state 
  current_state = !last_state; 
  on_off_button_update(current_state); 
  last_state = current_state; 
} 
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3.3.3 Control and measurement 
 
Regarding the software part of the current source we have up until now only described how to 
display and update certain data on the touchscreen display and how to read buttons to perform 
certain actions. Now we will focus how we get this data that we are updating and also how do we 
execute the actions that are tied to certain buttons. So this part of the thesis takes care of the 
description of the control and measurement part of the software. 
 
We already mentioned that at the very beginning of chapter 3 that the current source operates in a 
feedback loop. This feedback loop is as we already found out in the hardware section of the thesis 
is executed to a certain degree with hardware. But that is only the first part, the connections. The 
second part is the software that actually runs the feedback loop. The software is constantly 
monitoring or measuring the parameters that give us the information about the state of the current 
source and constantly making changes whether small or big based on those measurements and 
based also on the user input that comes via the touchscreen. The measurement part is based on 
the information that the analogue inputs of the Due receive and have to be read all of the time so 
that when a change occurs or if it doesn’t and it should we make the necessary corrections. These 
corrections or the control of the current source can be made via two devices the, DAC and the 
digital potentiometer. These two ICs are the ones that we can control and with them we can 
influence and change the state of the current source. 
 
3.3.3.1 Analog inputs 
The first part that we are going to focus on is the measurement of the data or parameters that are 
necessary for the proper execution of the control. The measurements I the circuit itself are done 
by ICs like AD8226 in-amp and the OPA197 that output a voltage that is then further measured 
or digitized whit the help of the analogue inputs of the Due. The Due has in total 12 analogue 
inputs, but we need 8 of them. To tell the Due which 8 of them we are going to use we have to 
initialize them. 
 
The analogue pins of the Due unlike most of the Arduino board are 12-bit but this is not the 
default option. The analogue pins resolution can be manipulated with. The default setting is at 10-
bit which in our case is not enough. We can change this simply by using another Arduino built in 
function analogReadResoultion. This function takes in the number of bits we desire for our 
ADCs. The function call is showed in the following piece of code: 
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With this piece of code above we are going to be receiving numbers between 0-4095 from the 
analogue inputs that will correspond to an analogue voltage in the range of 0-3.3V. For reading 
the values of the analogue input his is all of the setup we need and with this we can now move on 
to the functions for the real-time measurement of the parameters. 
3.3.3.2 Measuring function 
The real-time measurement of the current source parameters takes only one function to execute it. 
In our case this is done by the measure_and_calc function (see section 6.2 for the entire code) 
which like the name suggests measures and calculates the necessary data. This measure_and_calc 
function is written so that it only measures the parameters for one channel at a time. When the 
function gets called the first thing it does is it declares its local variables. After the variables have 
been declared the function checks what the value of the first argument is. This is because the first 
argument is the channel number and depending on the channel numbers the gain of the in-amp 
changes. Here is where the calibrated values (from table 3.3) of the in-amp are needed. The 
function does this with the code below: 
 
 
The switch statement above checks the integer value of the first argument and based on this value 
it assigns the gain value of the AD8226 in-amp to the ina_gain variable. When the piece of code 
above is executed the measure_and_calc function starts with the measurements or to be more 
accurate it starts with the reading of the measurement values at the analogue inputs. To read the 
values at the analogue inputs the Arduino built in function AnalogRead is used. The function is 
//Set ADC's resolution to 12 bits 
analogReadResolution(12); 
switch (ch_number) 
{ 
  case 1: 
    ina_gain = 14.94; 
    break; 
  case 2: 
    ina_gain = 15.01; 
    break; 
  case 3: 
    ina_gain = 15.05; 
    break; 
  case 4: 
    ina_gain = 15.09; 
    break;     
} 
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called two times, first time for the reading of the output voltage of the in-amp and the second 
time for the reading of the voltage at the load.  
  
Because there is some noise present in the current source circuit we filter that noise by putting the 
analogRead function in a for loop and making multiple readings that we average.  
 
With this method we reduce the noise and have a measurement that is closer to the real value 
compared to the unfiltered measurement. The more ADC readings we make the better. In our 
case there are 150 reading. But we also have to note that the more readings from the analogue 
input we take the slower the function updates the parameters.  
 
The final thing that the function does now that it has new measurements is it updates the values 
of the global variable that we mentioned before. It does this by taking the readings of the 
analogue inputs and calculates the voltage that corresponds to the integer value of the analogue 
input reading. With the calculated voltages at the analogue input the function can then further 
calculate the loads current, voltage drop, resistance and also the error in the current that is 
flowing through the load and the current that the user set.  
 
The first two lines of code calculate the voltages at the analogue inputs from the averaged values. 
Current through the load is then further calculated from the voltage of the output of the in-amp 
which is stored in the real_Vsh variable. The voltage at the load is calculated by multiplying the 
voltage at the second analogue input which is measuring the voltage at the OPA197 output by 
3.317 because of the voltage divider that divides the voltage of the load before it is measured by 
the analogue input. With the voltage and current at the load calculated we can now get the 
resistance of the load via Ohms law. The final line of code above calculates the error between the 
current that the user chose via the touchscreen and the actual current flowing through the load.  
 
The measure_and_cal function takes care of all the measurements for all of the channels with just 
a couple of tens lines of code. Because we need to monitor or measure the parameters of the 
circuit all of the time when the channel is operating the measure_and_calc function is called in 
the loop function of the sketch. In the loop function the measure_and_calc function is called 
under the condition that the channel is turned on since it does not have sense to be measuring the 
parameters of the channel if the channel is turned off. 
 
In the next couple of sections we will take a look how we use the data from the measurement 
function to control the current. 
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3.3.3.3 Libraries of the ICs 
The control part of the software relies on two ICs the MCP4728 DAC and the X9C102 digital 
potentiometer. With these two ICs we can influence or change the behaviour of the current 
source. For controlling the current itself the DAC is pulling the main weight, where the digital 
potentiometer is responsible for changing the load ranges of the current source. Besides the role 
they play in controlling the circuit their difference is also in that the DAC is working 
automatically and the digital potentiometer relies on the user intervention. Both of them come 
with their own libraries which makes their implementation much easier. Because the DAC library 
utilizes the Wire library for the I2C communication it is also needs to be included. The procedure 
of including the libraries is the same as for the GUI libraries. 
 
The first thing we need to do after including the libraries is like with the touchscreen display 
create instances of both the DAC and the digital potentiometer objects. This is done with the 
following lines of code: 
 
 
Because we only have one DAC for all four channels mcp4728 obecjt needs to be called only 
once. The DigiPot object of the digital potentiometer on the other hand needs to be called four 
times since we have four of them each for one of the channels. The arguments of the DigiPot 
object are the digital pins to which the 3 digital wires for digital potentiometers communication to 
the Due are connected to. The argument of the mcp4728 object accepts the device ID number 
which is 0. 
 
 
 
 
 
//create an instance of the mcp4728 object with ID = 0 
mcp4728 dac = mcp4728(0); 
 
//create an instance of the digital potentiometer object 
DigiPot pot1(42,43,44); 
DigiPot pot2(38,39,40); 
DigiPot pot3(30,31,32); 
DigiPot pot4(34,35,36); 
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3.3.3.4 DAC configuration 
After the instances are created we can start using them to manipulate with the actual ICs. The 
DAC ha a lot more options in this regard then the digital potentiometer. With the digital 
potentiometer we can more or less just change the resistance of it with the wiper movement. The 
DAC has a lot more options or settings which can be manipulated with and because of that also 
needs to be configured for it to work as we desire. This has to be done at every power up of the 
current source but at the time the current source is on it should be configured only once. Because 
of that the functions with which we use to configure the DAC are called in the setup function of 
the sketch. These functions come with the mcp4728 library and can be seen in action in the lines 
of code below: 
 
The vdd function is used to set the DAC what kind of voltage it has for its supply so that the the 
conversion between the LSB and the output voltage is correct. In our case the voltage supply is 
approximately 5.010V. The second function setVref is the one that tells the DAC which voltage 
reference to use. In our case it is the internal 2.048V voltage reference of the MCP4728 DAC. 
This needs to be set for every channel. Since we are using the internal voltage reference we need 
to set the gain of the voltage reference. This also needs to be set for every channel and in our case 
the gain is 0 which means that the output voltage range of the DAC is 2.048V. This is done with 
the setGain function. The last function setPowerDown is just for turning the channels of the DAC 
off and on in our case we need all four of the channels so we set them all to be on. 
3.3.3.5 Correcting based on measurement’s 
With the DAC fully configure we now come probably to the most important lines of code in the 
software, the lines that actually make the change to the current based on the measurement 
function. Although this is one of the most important parts of the whole software there is not much 
code actually. This is because most of the work of the feedback loop is done with the 
measurement part this part just takes the measurement and also the user input data from the 
touchscreen and outputs a certain voltage that it calculates based on all of that data. These 
// set VDD(mV) of MCP4728 for correct conversion between LSB and Vout 
dac.vdd(5010); 
// set to use internal voltage reference of the DAC(2.048V) for all four 
channels 
dac.setVref(1,1,1,1); 
// set the gain of internal voltage reference (0 = gain x1, 1 = gain x2) for 
all four channels 
dac.setGain(0, 0, 0, 0); 
dac.setPowerDown(1, 1, 1, 1); 
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corrections like the measurements are executed all of the time under the condition that the 
channels which the corrections are for is turned on. This is done by an simple if statement in the 
loop function of the sketch, seen below: 
 
The if statement above is just for checking if the channel number one is on but the code for the 
other channels is the same. The difference is just the global variable which value the if statement 
is checking. In this case it is the global variable turn_device_on1 which is the global variable of 
the first channel and it stores and true false value, where true means the channel is on and vice 
versa.  
 
This is just the if statement what is inside is more interesting. The first thing that happens when a 
channel is turned on the current source starts with the measurements by calling the 
measure_and_calc function described in previous sections. The code is shown below: 
 
After the measurements are taken for the specific channel (channel number 1 in code above) the 
next thing that the software does is it looks at the reference current that the user chooses and 
checks with the following  if statement if the reference current is set to 0.  
 
 
We can see in the code above that if the user turns the channel on but has the reference set to 0 
the DAC_value1 variable will be assigned the value 0. This variable is then further used for the 
DAC output voltage. So if the DAC_value1 is equal to zero the DAC will output for a specific 
channel (number 1 in this case) a value of 0 which ideally means 0 V at the DAC channel 1 
output and will mean (again ideally) zero current flow as the user desired. 
 
If and when the user decides to change the reference current to non-zero value the if statement 
above is not executed. This is because if the reference current is set to a non-zero value we have 
to make sure that the current that will flow through the load is as close to the reference current as 
possible. To make sure that happens we need to minimise the error between the current that is 
if(turn_device_on1 == true) 
//execute a measurement of the parameters 
measure_and_calc(1, V1, I1, R1, E1, Iset1); 
 
if(Iset1 == 0) 
{ 
  DAC_value1 = 0; 
} 
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actually flowing and the reference current that the user chose. Here is where the measurements 
that are taken at the begging of the initial if statement that checks if the channel is turned on. 
Among the measurement data is also the error between the load current and the reference current. 
If this error is large the correction has to be large and vice versa. The correction is made by the 
following piece of code: 
 
 
This code works so that it adds the error of the current to the previous value of the DAC output 
for this certain channel. This is done by adding the current error of the measurement performed 
before that to the previous value of the DAC_value1 variable. This is a really powerful piece of 
code. When the DAC output voltage for this specific channel is not corresponding to the desired 
reference current the output voltage of the DACs channel is changed. For the correction to be 
even more effective the error is multiplied by a constant number that is called the proportional 
gain.  The gain value is stored in the Kp variable. This enables the current source to correct the 
error faster especially of the error is large.  
 
 
 
 
 
 
 
 
 
 
 
DAC_value1 = DAC_value1 + int(E1*Kp); 
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4 Final evaluation 
 
The final current source already meets some of our demands that we set in the beginning of 
chapter 3 of the thesis. For example the fact that the current source has 4 channels can be 
controlled via a touchscreen, is voltage controlled and that the load is ground referenced. But 
besides all these physical requirements we need to make sure that the final current source also has 
all the functional requirements that we require. For this we have to create a testing procedure that 
conclusively determines that the functional requirements are met and also that the current source 
can be safely used in its final application of testing thermos-optical switches. The testing 
procedure in our case in just a set of multiple, independent tests that the current source needs to 
pass in order to be granted as a success story. In this chapter we will go through this testing 
procedure and also interpret the end results and make the final evaluation of the current source.  
4.1 Incremental current test 
 
The functional requirements of the current source are the ability to supply 200mA of current for 
load up to 50Ω and to do that within an accuracy of 1mA. We can test these two requirements 
with one single test. All we have to do is to sweep across the whole current range of our current 
source with different loads that range up to 50Ω. We do have to note that this only takes care of 
the first functional requirement of 200mA for load up to 50Ω. To measure the accuracy of the 
current we need an accurate measurement device that will let us know how much current actually 
flows through the load. For this task the Kiethley 2410 current source is chosen. Besides 
supplying current and voltage to loads it also measures electrical quantities with high level of 
precision. 
 
This test is set up so that we send the current source our desired current in incremental order. This 
is done automatically via a USB connection that is connecting a PC with a test script and our 
current source. The current source then tries to supply this current to a fixed load. To test the 
range of the current source we need to increment these reference current values up to 200mA 
with different loads connected to it. Since the current source operates in three ranges we need to 
pick loads that fit into these ranges so that we are certain that the works properly in every load 
range. This takes care of the testing of the range of the current source but what about the 
accuracy? This is now where the Kiethley comes into play. The Kiethley is connected in series 
with the fixed load and measures if the current through the load is within 1mA of the reference 
current. This is necessary to determine if the 200mA of the current source is actually 200mA or is 
it maybe 190mA or even worse 180mA. To satisfy our requirement the current through the load 
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has to be a minimum of 199mA or a maximum of 201mA when set to 200mA. This is tested on 
every channel and every channel has three different loads connected to it that fit into one of the 
load ranges. Some results of the test can be seen in figures 4.1 and 4.2. 
 
Figure 4.1: Current sweep across whole current range with 47Ω 
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Figure 4.2: Current sweep across whole current range with 47Ω load (zoomed) 
 
 
The figures 4.1 and 4.2 are results of the current sweep across the whole 200mA range with a 
load of 47Ω connected to it. The figures are for all 4 channels. And we can see (mostly in figure 
4.2) that the all currents in all four channels are within the 1mA range. We can only see a part of 
it zoomed in but the graph from figure 4.1 suggests it is pretty much the same across the whole 
range. The data for the other two ranges yields the same results. There is some discrepancy 
between the channels currents but this is very small and for our applications not of major 
importance. From figure 4.1 we notice that with a load of 47Ω we reach a current of 200mA.  
This test was not conducted with a 50ohm load but there is no reason to believe that with a 
50ohm load the current source won’t reach the 200mA benchmark. With this test we have now 
demonstrated that the current source is able to supply 200mA current to loads up to at least 47Ω.   
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4.2 Variable resistance test 
 
We determined that our current source accuracy is within our requirements and that it is also 
quite constant in its current supply. But the consistency of the current was only tested with a 
stable and non-changing load. The heaters resistance is not constant it is heavily dependent on 
temperature which is further dependent on the amount of current passing through it. So if the 
current source is meant to supply constant current it has to do that even when the resistance 
changes. Because of that the test with a variable resistance is necessary to find out how the 
current source reacts when there is an abrupt change in the loads resistance. 
 
To perform this test we need a way to vary the loads resistance and at the same time registering 
that resistance together with the current through it. Since the resistances in our case are quite 
small performing a variable resistance with a potentiometer is not possible since the step in 
resistance of potentiometers is too big. A clever way to perform the variable resistance test 
without a potentiometer is to use multiple resistors in parallel as a load and whenever we want to 
change the resistance we just remove one of them and the resistance will change. It is a bit of an 
archaic test for the 21st century I will admit it but nevertheless it is simple and it works. For our 
test four 100Ω resistors are used. The four 100Ω resistors in parallel give us the overall resistance 
of 24.81Ω. When the first resistor is removed, the resistance changes from 24.81Ω to 33.33Ω. 
After the second resistor is plucked the resistance jumps to 50Ω and at the end the resistance 
reaches 100Ω when the final resistor remains. After we reach the maximum resistance we then go 
the other way and add resistors till we reach the minimum resistance of 24.81Ω. We can see the 
end results in figures 4.3 and 4.4. 
 
If we look at the end results of the variable resistance test in figures 4.2 and 4.3 we can see that 
the current through the load remains fairly constant even when we have an abrupt change in the 
resistance. The current source senses the changes in resistance and acts upon it adequately. In the 
middle when the biggest jump in resistance occurs when it goes from a 100Ω resistance to a 
resistance of 50Ω there is almost a 3mA spike which is immediately suppressed. These are 
extreme changes in resistances which in we don’t expect to see in our applications.  Where the 
changes in resistances are in ranges of 20Ω or less the spikes are not that noticeable, they don’t 
exceed 0.5mA. It has to be said that even when the current settles it does not quite rerun to the 
same current but with the increasing resistance increases a little bit, but these are really small 
changes in current with which we can live. So all in all, this test can be proclaimed as a success. 
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Figure 4.3: Variable resistance test results 
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Figure 4.4: Variable test results (zoomed in)
     
69 
 
5 Conclusion 
 
A development of a voltage controlled current source for an application in photonics was 
presented. The final version of this voltage controlled current source for thermo-optic switches is 
based on the final evaluation a success. The current source satisfies our initial goals of 
functionality and also in price. With the carefully planned tests we determined with a high level 
certainty that the current source is within the 1mA accuracy that we required, is able to supply 
200mA to loads up to 50Ω and of course also has 4 channels to supply it. The development of 
hardware and software for the current source is relatively straight forward and is not expensive in 
the financial and time consuming sense. The hardware components used are relatively cheap, are 
easy to implement and also come with several libraries to make their programming task much 
less time consuming.  
 
Although the current source works well and fits all of our requirements it is not to be said that it’s 
without any problems. The first thing that can be noticed is that when monitoring the voltage and 
resistance of the load the values are fluctuating quite a lot even by a couple of ohms and volts. 
This is due to the noise and also because of the voltage divider that is placed together with a 
voltage buffer to enable us voltage measurements with the Arduino Due ADCs. Since we are 
dividing the voltage of the load by a certain factor we have to then with software correct the 
measured voltage by multiplying the measured value with that factor. This consequently also 
multiplies the already a large amount of noise. So in the upcoming versions this will probably be 
the priority when improving current source, a less noise prone design. 
 
When it comes to the size of the current source there is also some room for improvement. The 
board itself can be reduced be a noticeable amount especially if we replace the most space hungry 
components the banana connectors with just regular pins that are connected to external banana 
connector that are fixed on the housing. Also the Arduino boar can be replaced with a sing MCU 
chip which can be placed on the board and with that we can reduce the housing dimensions. 
 
If we look to the near future probably the focus regarding the functional improvement of the 
current source would be the increase in the number of channels. This is where the labs that are 
using these current sources for thermos-optic switches can save the most money. By making a for 
example 8 or even a 16 channel current source the number of current source necessary for a 
certain large scale experiment where up to 48 loads need to be connected to the current source the 
number of current sources necessary can decrease to just 3. 
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6 Appendix 
6.1 Schematic 
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6.2 Measure_and_calc function 
 
 
void measure_and_calc(int ch_number, float &voltage, double &current, float 
&resistance, float &error, int &set_current) 
{  
 
  int i; 
  float V_sh; 
  float real_Vsh; 
  float V_ld; 
  int num_samples = 150; 
  int shunt = 1; 
  float gain_correction = 0.994; 
  float offset_correction = 0.009; 
  float ina_gain; 
   
  switch (ch_number) 
  { 
    case 1: 
      ina_gain = 14.82; 
      break; 
    case 2: 
      ina_gain = 14.95; 
      break; 
    case 3: 
      ina_gain = 15.03; 
      break; 
    case 4: 
      ina_gain = 15.03; 
      break;     
  } 
 
  for(i = 0; i < num_samples; i ++) 
  { 
    V_sh += analogRead((2*ch_number) - 2); 
    V_ld += analogRead((2*ch_number) - 1); 
  } 
   
  V_sh = (V_sh/num_samples); 
  real_Vsh = (((V_sh*3.30)/4095.0)*gain_correction) + offset_correction;           
  voltage = (((((V_ld/num_samples)*3.30)/4095.0)*gain_correction)*3.137) + 
offset_correction; 
  current = ((real_Vsh/shunt)/ina_gain)*1000; 
  resistance = (voltage/current)*1000; 
  error = set_current - current; 
 
  if(resistance > 100) 
  { 
    resistance = 0; 
  } 
 
   
} 
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