Introduction
The NA-42 TI program initiated an effort in FY2010 to standardize its software development efforts with the long term goal of migrating toward a software management approach that will allow for the sharing and reuse of code developed within the TI program, improve integration, ensure a level of software documentation, and reduce development costs. The Pacific Northwest National Laboratory (PNNL) has been tasked with two activities that support this mission.
PNNL has been tasked with the identification, selection, and implementation of a Shared Software Component Library. The intent of the library is to provide a common repository that is accessible by all authorized NA-42 software development teams. The repository facilitates software reuse through a searchable and easy to use web based interface. As software is submitted to the repository, the component registration process captures meta-data and provides version control for compiled libraries, documentation, and source code. This meta-data is then available for retrieval and review as part of library search results.
In FY2010, PNNL and staff from the Remote Sensing Laboratory (RSL) teamed up to develop a software application with the goal of replacing the aging Aerial Measuring System (AMS). The application under development includes an Advanced Visualization and Integration of Data (AVID) framework and associated AMS modules. Throughout development, PNNL and RSL have utilized a common AMS code repository for collaborative code development. The AMS repository is hosted by PNNL, is restricted to the project development team, is accessed via two different geographic locations and continues to be used. The knowledge gained from the collaboration and hosting of this repository in conjunction with PNNL software development and systems engineering capabilities were used in the selection of a package to be used in the implementation of the software component library on behalf of NA-42 TI.
The second task managed by PNNL is the development and continued maintenance of the NA-42 TI Software Development Questionnaire. This questionnaire is intended to help software development teams working under NA-42 TI in documenting their development activities. When sufficiently completed, the questionnaire illustrates that the software development activities recorded incorporate significant aspects of the software engineering lifecycle. The questionnaire template is updated as comments are received from NA-42 and/or its development teams and revised versions distributed to those using the questionnaire. PNNL also maintains a list of questionnaire recipients.
The blank questionnaire template, the AVID and AMS software being developed, and the completed AVID AMS specific questionnaire are being used as the initial content to be established in the TI Component Library.
This report summarizes the approach taken to identify requirements, search for and evaluate technologies, and the approach taken for installation of the software needed to host the component library. Additionally, it defines the process by which users request access for the contribution and retrieval of library content.
Assumptions
It is expected that software development teams will maintain their own code repositories for use during development and management of their individual applications. The software component library is not intended to become the development environment for all projects but rather a repository where released versions of NA-42 TI program software packages and their associated documentation are stored for reference and available for re-use.
PNNL is responsible for hosting the software component library but does not have the responsibility of ensuring that all NA-42 software development teams comply with NA-42 guidance on the use of or access to the library.
Requirements
In order to perform an appropriate research and review of existing software packages, it was first necessary to define the functionality and capabilities that were required of the software to meet the needs of the program and the intended end users. Developing a well-defined set of software requirements prior to the initiation of the procurement process benefited the project in a number of ways. First, the requirements provided a consistent set of selection metrics for all staff members involved in the research phase of the procurement eliminating any misdirection and keeping staff members focused. Second, having a pre-defined set of requirements allowed staff members to quickly target prospective applications as well as quickly eliminating inappropriate applications both of which reduced the research and review time. Finally, the requirements provide a template for the testing of the software.
The requirements defined for the TI Shared Software Component Library were developed in three stages.
During the first stage, potential categories of users who would be using the software were defined.
User Stories
The user categories included developers, project managers, system administrators, and testers. The categories of developers and managers were further broken down to include users internal to PNNL and those outside of PNNL. Once the user roles were defined, stage two was to develop a set of user stories to illustrate the desired high level functionality of the software from the perspective of each user category. 
Technical Requirements
The last stage in the development of the software requirements was to break down each of the user stories into technical requirements for the software. These lower level requirements are intended to define the base functionality that the library software would need to meet. Table2 lists the requirements along with the number of the user story they are associated with. The system shall provide a way to configure and control two factor authentication for users external to PNNL who have been approved for access by NA-42 1.2
The system shall provide a way to configure and control authentication for users internal to PNNL who have been approved for access by NA-42 2.1
The system must control user access based upon role based authentication 2.2
The system must provide a graphical user's interface that allows an administrator to quickly and easily set and update user accounts 3.1
The system must be capable of running on servers outside of the PNNL firewall 3.2 The system must run on commercially available server equipment
4.1
The software selected for use as the repository must be able to operate on classified and non-classified networks 5.1
The software selected for use as the repository must not be developed or managed by a company outside of the United States 6.1
The software selected for use as the repository must be able to store and maintain different versions of each of the files and projects in the repository 6.2
The software must be able to correlate all stored documentation, release notes, and bug reports associated with each version of software or file stored within the repository 6.3
The software must provide the user the ability to review, check in, and check out any version of a file or project that is stored within the repository 6.4
The system must provide the means to rollback files or projects to earlier versions.
7.1
The software must provide the user the ability to check out individual files, complete projects, and installable executables 8.1
The software must provide the ability to check in new or modified versions of files or projects 8.2
The software must limit the ability to check in new versions of stored files to only the point of contact on record for the stored software 9.1 The software must be able to correlate all stored documentation, release notes, and bug reports associated with each version of software or file stored within the repository 9.2
The system must provide the means for the user to enter and associate tags or keywords with each file or project within the repository 9.3
The system must provide the ability to search files based upon file dependencies 9. 4 The system must provide the means for a user to search for files based upon tags, keywords, file type, classification level, language type, and version notes 9.5 The system must provide the ability for a user to access and review all version information for a file or project 10.1
The system must provide a graphical user's interface that allows a user to add files to the repository by browsing to the file or dragging the file icon on top of the interface window
Story # Constraints / Requirements

10.2
During the file and project add process, the system will provide the user with the means to enter all pedigree information related to the files or projects being added. For each file or project in the repository, this information will include title, type, language developed in, purpose or function of the file, projects or program applications that the files are associated with 13.5 The system will provide the means for a user to request and receive contact information for each file or project in the repository 13.6
The system must provide the ability for a user to access and review all version information for a file or project 13.7
The system will provide the means to create and maintain relationships between files or complete projects stored in the repository 13.8
The system will provide the means to search for files or projects by relationships 14
Covered by user story 13 15
Covered by user story 13 The system must be configurable to enable the use of different language compilers 19.2
The system must be able to build any version of a file or project stored in the repository 20.1
The system will automatically notify by email the system administrator and the responsible contact when a bug is submitted to the system for any file or project 20.2
The system will provide the means for a user to enter a new bug message into the system 21.1
The system will provide the means for a developer or tester to enter the current disposition of a bug 22.1
The system will provide the ability for a user to retrieve all bug information associated with a file or project that is stored within the repository 22.2
The system will provide the user with the ability to search for files or projects based upon bug information 23.1
The system must provide the ability for an administrator to automatically generate usage reports including number of files checked out, users who currently have files checked out, number of files or projects in the repository, bug reports, and listing of the names of files and projects currently in the repository
24.1
The system must be accessible for integration with external systems such as webPMIS 26.1
Hardware on which the system will be operating must be capable of being physically locked up to prevent un-authorized access 26.2
The system must not be dependent upon an Internet connection 26.3
The system must provide an approved method of access authentication 28.1
The system must allow for an administrator or the person responsible for the files or projects to limit the access to those files and projects 28.2
The system must allow for the limiting of access based upon role category, user id, client id, and project id Table 3 provides the full list of applications that were reviewed during the selection process. The list of candidate applications was further reduced by performing high level reviews against the requirements for each product on the list. This high level review resulted in the list being reduced to three top candidate applications: TeamForge, Team Foundation Server, and TracSVN.
Technology Evaluation
Down Selection
With the identification of the top three candidate applications complete, Trial versions of TeamForge and
Team Foundation Server were installed on test machines for the purpose of testing the basic functionality of each application. This installation of the two software applications also provided the team with the opportunity to evaluate the ease in which the applications were installed and configured. TracSVN is an application that is currently in use on a number of projects and as such the project team was already aware of its use and capabilities so it was not included in the trial version of the review.
Following the trial testing, team members tested each of the applications against each functional requirement and reported on which requirements were not being met. Results of this last review showed that TracSVN only met seventy percent of the requirements and Team Foundation Server only met eighty-five percent of the requirements. The TeamForge from Collabnet was the only application that met 100% of the task requirements. There were two areas in which TeamForge stood out above the other applications, 1) its ease of use, 2) the administration tools that it provides to control access to the system and the objects stored in the repository.
Final Selection
TeamForge provides a web based GUI that allows a user to select and upload a file. There are free to download desktop applications available through CollabNet which will allow drag and drop capabilities for adding files. These applications include versions for Windows desktop, Visual Studio, and Eclipse. The desktop applications provide more functionality than the web base GUI such as being able to drag and drop files in order to add them to the repository. All of the desktop applications and the web based interfaces provide the ability for a user to see what tasks, trackers, files, and documents have been submitted by the user as well as the ones assigned to the user. The desktop applications also give the user more methods of viewing and sorting the data and files. In addition, the desktop applications provide graphical user interfaces that allow users to check in and checkout files and code. Using the desktop applications, a user is able to add notes to their check in or check out. The software tracks documents by ID, created by, created date, version, name, size, last edited by, date last edited, and status.
Aside from the usual roles associated with a repository such as administrator, developer, and tester, 
Authentication
A low cost but effective two-factor authentication mechanism is the desired means to handle authentication within TICL. Two-factor authentication implies two independent means of evidence to assert an entity and, in electronic systems, generally takes the form of a user-defined password or Personal Identification Number (PIN) + a value from some sort of physical token. It is our intent to leverage the existing two-factor authentication mechanism already built into WebPMIS as much as possible (given that most of the users of WebPMIS will also be TICL users).
Access Control
TICL will employ a Role-Based Access Control (RBAC) system to control access to specific content (e.g.
access to specific projects). As part of the scope we will determine the required level of granularity needed for content control as well as the level of support within the selected COTS solution for TICL (TeamForge).
Based on those requirements, a solution will be designed and implemented. Here again, it is our intent to leverage the RBAC mechanisms already built into WebPMIS as much as possible.
User Account Management
The authentication and access control mechanisms within TICL will be designed and implemented such that NA-42 management will have full control over who has access into the system and what content they can create / view / edit.
Audit Capabilities
The TICL authentication and access control mechanisms will provide detailed logging of user activities such that auditing functions can be performed. Examples of logged information would include log-in date / time, content accessed, content created, and functions performed.
