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Abstract
Finalmente disponibile gratuitamente un compilatore Fortran 90 adatto per diffondere l’arte della
buona programmazione scientifica tra i giovani (e non) ricercatori
Questo articolo avrebbe dovuto comunicare agli
utenti Cilea l’informazione che è imminente la
disponibilità, sull’ Exemplar, di un compilatore
Fortran conforme allo standard ANSI X3.198-
1992 definito dal comitato X3J3 e pubblicato
come ISO/IEC 1539 del lontano luglio1991 e che
il Cilea sta partecipando attivamente, come be-
ta site, in collaborazione con l’HP, alla sua mes-
sa a punto: informazione dunque di una certa
importanza ma non di respiro così “universale”
come il fatto che tutti, dall’agosto 1996, possono
disporre di una versione gratuita del compilato-
re ELF90 realizzato dalla Lahey ed installabile
su ogni PC abbastanza robusto, tanto con siste-
ma operativo DOS che in finestra DOS sotto
Windows 95 o NT.
Perché i non addetti ai lavori possano valutare
l’importanza della notizia è opportuno ricordare
che il Fortran è sì un linguaggio di “nicchia” ma,
mi permetto di credere, con una importanza as-
solutamente non misurabile in termini di rap-
porti numerici tra coloro che lo conoscono e co-
loro che conoscono gli altri, ben più popolari lin-
guaggi commerciali ormai affermati (Basic, C,
Pascal, ... o meno come Modula, PL/I, ADA...). Il
Fortran è stato il primo linguaggio pensato
espressamente per il calcolo scientifico ed è ri-
uscito a non estinguersi per l’enorme quantità
di software che si è cumulato negli anni ovun-
que si facesse del calcolo scientifico intensivo
degno di questo nome. Poiché quanto è stato fat-
to non solo è intrinsecamente costato un grosso
impegno umano ma soprattutto è costato impe-
gno spesso di non banale qualità intellettuale, è
difficile per chiunque trasformarlo in una lin-
gua morta anche se, indubbiamente, si tratta di
una lingua “arcaica”, priva o povera di quelle in-
venzioni sintattiche che hanno giustamente con-
tribuito a diffondere i linguaggi ora più affer-
mati.
La tecnica per lottare contro la senescenza del
Fortran è stata quella della evoluzione guidata
e senza fratture, la stessa tecnica che, in campo
hardware, ha permesso alla Intel di far sì che
un eseguibile funzionante sull’ 8088 di 2 MHz di
ciclo di clock, riesca a funzionare ancora oggi
dopo dieci anni (millenni in campo informatico)
su un Pentium capace di 200MHz.
Dal Fortran 2 si è passati al Fortran 4 e poi al
Fortran 77 che è tuttora lo standard di fatto da
una quindicina di anni. Se però l’evoluzione è
stata relativamente spontanea ed indolore le al-
tre volte, questo non si può purtroppo dire per
la transizione, attualmente in corso, dal Fortran
77 al Fortran 90. I motivi del travaglio dell’ulti-
ma metamorfosi sono molteplici ma è opportuno
ricordarne alcuni.
• Apparente adeguatezza del Fortran 77 (valu-
tata dall’interno, dai programmatori esperti )
• Mancanza di compilatori nativi1  efficienti e
robusti
• Disponibilità di linguaggi alternativi per co-
prire esigenze di calcolo non scientifico
Il primo punto è,  forse, quello che ha pesato di
più: il ricercatore scientifico che programma
non è un informatico e se ritiene che quello che
                                                     
1  Intendo quelli realizzati dalle stesse case costruttrici
delle macchine e quindi garantiti ottimizzati dal punto di
vista dell’uso delle risorse hardware
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ha gli basta, non si mette a cercare altro anche
se la programmazione da lui fatta ha im-
plicazioni altamente informatiche: se fa del cal-
colo intensivo è naturalmente portato a spre-
mere il massimo dall’hardware a sua disposizio-
ne e ciò richiede delle competenze indubbiamen-
te di natura informatica che, però, sono spesso
frutto della propria esperienza lavorativa e
quindi rischiano di soffrire le carenze dell’ap-
prendimento autodidattico.
La spinta all’evoluzione del linguaggio da parte
della base sarebbe stata più forte se la disponi-
bilità agevole di compilatori avesse consentito,
almeno agli individui più ricettivi, di verificare i
reali vantaggi dei nuovi stili di programmazione
consentiti dal Fortran 90 ma ciò sarebbe potuto
accadere se l’iniziativa fosse venuta dall’alto,
ossia dalle case costruttrici dei calcolatori, e non
solo da quel consesso di gente “illuminata” che
ha cercato, definendo il nuovo standard,  di av-
viare la marea nella direzione giusta prima che
la marea iniziasse a salire.
Il secondo punto è stato l’effetto della logica di
mercato intesa in senso sostanzialmente miope
e, in ultima analisi, autolesionistico, da parte di
chi avrebbe dovuto prendere iniziative in questo
senso.
Spero di non essere troppo originale nel dire che
attualmente, come da sempre però, sussiste il
problema di rendere il più possibile impercepi-
bili le caratteristiche della macchina a chi ha
ben altro da fare che imparare come, mettiamo,
ottimizzare l’interazione tra le molte CPU di un
calcolatore multiprocessore tipo l’Exemplar del
Cilea. E’ ovvio dire che certe aspirazioni non po-
tranno che restare tali se veramente si ha biso-
gno di sfruttare a fondo l’hardware disponibile
ma...c’è modo e modo per “ammorbidire” le
asperità del calcolo numerico avanzato. Se, nel
calcolo non scientifico, la via di maggior credi-
bilità per affrontare i problemi di programma-
zione su larga scala con componenti il più pos-
sibile riutilizzabili è la programmazione ad og-
getti, perché non pensare che sia necessario al-
meno cercare di far avvicinare il mondo del cal-
colo scientifico a questo tipo di problematiche
favorendo, tanto per incominciare, l’astrazione
dei dati?2  E, se così si volesse, perché non rite-
nere utile operare “nella continuità evolutiva”
piuttosto che richiedere agli attuali pro-
grammatori scientifici faticose ed improbabili
                                                     
2  Intendo la possibilità di definire nuovi tipi di dati e intro-
durre operatori opportuni o estendere l’applicabilità degli
operatori usati con i tipi di dati predefiniti (+, *, -, /)
migrazioni ad altri linguaggi nati esplicitamen-
te per fare programmazione ad oggetti?
Il fatto che troppe case costruttrici siano state
“pigre” nell’anticipare richieste che non poteva-
no venire da chi non poteva avere il giusto pun-
to di vista globale informatico-scientifico ha in-
dubbiamente rallentato una evoluzione cultura-
le che è indispensabile perché il calcolo parallelo
possa essere sfruttato adeguatamente in ambito
scientifico ma, fortunatamente, l’impegno di
tutti, HP compresa, è un buon indizio di oriz-
zonti più rosei. Poichè la programmazione in
Fortran avviene non solo in ambienti di ricerca
ma anche in ambienti industriali dove la por-
tabilità “universale” è un requisito indispensabi-
le per garantire la durata degli investimenti, è
fondamentale che il Fortran 90 sia disponibile
ed efficiente su ogni tipo di macchina e quindi è
importante che HP si unisca ad IBM, Digital,
Cray  e Silicon Graphics nell’offrire un compila-
tore proprietario di affidabilità “garantita” dal
costruttore stesso delle macchine.
Il terzo punto ha naturalmente svolto una azio-
ne sinergica per rendere difficoltosa la nascita
del Fortran 90 come linguaggio realmente di-
sponibile. La disponibilità spesso gratuita del
linguaggio C e, più recentemente del C++, unita
alla loro maggiore attualità e flessibilità ha
drenato molti dei potenziali utenti “ibridi” (cioè
con necessità più o meno marginale di effettua-
re calcoli numerici di un certo impegno) che
avrebbero potuto contribuire ad esercitare una
pressione e ad incentivare le case costruttrici a
fornire i compilatori Fortran 90. A parte chi non
avrebbe potuto comunque fare a meno del C in-
teso come un Assembler++ molti utenti,
nell’ambito delle applicazioni di grafica, per
esempio (che avrebbero potuto realizzare ottimi
algoritmi in un buon Fortran 90, caratterizzato
dalla possibilità di realizzare dati di tipo “ad
hoc” e di permettere una programmazione ad
oggetti forse “embrionale” ma di facile appren-
dimento)  si sono convertiti ad un linguaggio
che non è ottimale se l’obbiettivo è quello di
scrivere algoritmi magari elementari ma effi-
cienti oltre che  leggibili. Pur riconoscendo la
mia inconscia non obiettività di fortranista in-
callito non posso non ritenere l’idea che la grafi-
ca si debba fare in C, semplicemente una idea
da fanatico integralista dell’informatica, capace
di confondere una realtà di fatto determinata da
circostanze storiche come una legge  naturale
dettata da ragioni oggettive e superiori. Non mi
si dica che le complicazioni del C (passate in
eredità al C++), dovute principalmente alla sua
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natura di linguaggio per applicazioni stretta-
mente informatiche debbano essere obbligato-
riamente digerite da chi ha per scopo fare cal-
coli numerici in modo efficiente programmando
modelli complessi in  modo chiaro e leggibile.
Una prova del fatto che non ci sia nulla che
precluda al Fortran la possibilità di gestire
problemi di grafica è il fatto che la Microsoft of-
fra attualmente, con il compilatore Fortran
PowerStation 4, un vero “Visual-Fortran” alli-
neato almeno in parte con il resto della sua of-
ferta di linguaggi di programmazione (Visual
Basic e Visual C++).
In conclusione, se il parto del nuovo Fortran 90
è stato lento e il periodo del travaglio plurienna-
le, credo che esso sia ormai in fase conclusiva e
quello che ora occorre fare è svolgere una indi-
spensabile opera di persuasione per convincere
gli addetti ai lavori, che più se ne potrebbero
avvantaggiare, ad adottare le innovazioni sin-
tattiche più importanti.
Esattamente come il programmatore in C++ può
completamente ignorare di utilizzare un lin-
guaggio concepito per la programmazione ad
oggetti e programmare in stile simil-Assembler,
così chi usa un compilatore Fortran 90 aderente
integralmente allo standard, può facilmente ri-
uscire a programmare con esso in stile Fortran
4 e quindi infarcire, per esempio, il sorgente, di
migliaia di label e rendere labirintica la sequen-
za delle istruzioni eseguibili.
La continuità con il passato e il fatto che nessu-
no tenti, almeno nei momenti liberi, di ripulire i
vecchi sorgenti e provi ad insegnare ai giovani a
leggere i manuali e non a imparare per imita-
zione dei vecchi sorgenti, ecco, questa è la vera
dannazione del vecchio buon Fortran.
Da questa osservazione nasce l’idea della Lahey
di rompere con il passato e realizzare un compi-
latore, adatto per l’insegnamento e per la “auto-
disciplina” informatica.
Si tratta appunto del compilatore ELF90 che,
tra le tante modalità, accetta solo i costrutti
“belli” perché ritenuti più leggibili e/o più affi-
dabili.
Ovvio che la scelta del sottoinsieme di istruzioni
ammesse dall’ELF90 può  essere criticata da
chi, mettiamo col passare degli anni, è riuscito
ad adottare uno stile di scrittura pulito e ma-
gari altrettanto adeguato, per leggibilità e affi-
dabilità, di quello imposto dall’ ELF90. Perso-
nalmente, pur conoscendo le novità del Fortran
90, mi sono sentito un po’ “ingabbiato” da certe
restrizioni (perché depennare l’istruzione print
da sostituirsi con la più generale write  tenuto
conto che non danneggia minimamente la leg-
gibilità del sorgente?) ma i vincoli possono an-
che avere dei lati buoni e poi, forse, portano in
paradiso come certamente pensano quelle che si
fanno suore di clausura.  A parte gli scherzi, chi
impara ad usare i costrutti ammessi dall’ELF90
si abitua ad un rigore nel programmare analogo
a chi scrive in Pascal e, soprattutto, si accosta
alla programmazione ad oggetti in modo quasi
indolore e naturale. E’ utile e quasi necessario
che ogni programmatore Fortran prenda co-
scienza delle innovazioni del Fortran 90 e con-
sideri seriamente l’opportunità di provare ad
applicare concetti tipici della programmazione
ad oggetti nell’ambito scientifico.
La mia personale speranza è che molte delle
difficoltà proprie del calcolo parallelo siano for-
temente mitigabili se il programma da paralle-
lizzare fa largo uso di tipi di dati personali rea-
lizzati e utilizzati in modo che gli algoritmi pos-
sano non sfruttare esplicitamente informazioni
riguardanti la struttura interna di tali tipi di
dati personali. Sperando di non generare con-
fusione partendo dal bel desiderio di cercare di
essere concreto, proverò a illustrare un po’ a
tutti ( esperti di Fortran 77 e non) le novità fon-
damentali e a chiarire perché le ritengo impor-
tanti.
La prima e basilare novità è il concetto di modu-
lo (sostituto delle popolari istruzioni del Common
labellato e usabile come una specie di Include
intelligente) ossia una funzione contenente solo
le dichiarazioni dei tipi di dati personali, le allo-
cazione della memoria e le funzioni di servizio
che possono essere usate come, in Fortran 77, si
potevano usare le così dette “funzioni istruzio-
ne”. Insomma in un modulo c’è tutto ma NON ci
sono istruzioni effettivamente eseguibili. Nel te-
sto che segue riporto innanzi tutto un modulo
che ho chiamato “Oggetti” e in cui definisco un
unico oggetto mio, ossia  decido che il classico
vettore di interi sia un oggetto “speciale”:
!                                          !_1
Module Oggetti                             !_2
    Type :: IntegerV                       !_3
        integer,dimension(:),pointer:: V   !_4
    End Type IntegerV                      !_5
Contains                                   !_6
    Subroutine GeneraIV(V,K)               !_7
        Implicit None                      !_8
        Integer,Intent(In)::K              !_9
        Type(IntegerV),Intent(Out)::V      !10
        Allocate(V%V(K))                   !11
        V%V=0                              !12
        Return                             !13
    End Subroutine GeneraIV                !14
End Module Oggetti                         !15
!                                          !16
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I fortranisti avranno notato subito vari dettagli
innovativi3  ossia, ad esempio che i commenti
iniziano con il carattere “!” ed ovunque su una
riga, e che ho usato il formato libero (l’ELF90
mi ha obbligato a farlo mentre in Fortran 90 sa-
rebbe stato ovviamente facoltativo). Se, al posto
di Module, avessi scritto Subroutine questa
sarebbe stata una strana subroutine priva di
istruzioni. Si noti come ho definito il nuovo tipo
di dati che ho chiamato IntegerV e come ho di-
chiarato la sua struttura interna. Un dato di ti-
po IntegerV è dunque un vettore di interi di
dimensione a priori indefinita (Dimension(:)).
L’unica componente della struttura, ossia il vet-
tore interno, ha, per mia scelta, il nome V e se
volessi indicare ad esempio il 35-esimo elemento
di un oggetto (Pippo) di tipo IntegerV dovrei
scrivere Pippo%V(35) cioè usare il carattere
“%” nello stesso modo in cui in C si usa il
carattere “.”.
Si noti che l’istruzione Contains indica che la
subroutine che ho chiamato GeneraIV è interna
al modulo ossia ha libero accesso a tutti i dati e
informazioni del modulo; solo quello che la
GeneraIV riceve in argomento può provenire da
qualcosa che non è interno al modulo.
Dovrebbe essere intuitivo il perché ho messo nel
modulo la subroutine GeneraIV: essa serve per
allocare in memoria un vettore di K elementi
ossia essa dà “concretezza” al vettore contenuto
nel tipo IntegerV che, alla nascita è una specie
di guscio vuoto. Questo si capisce dal fatto che
in !_4 ho specificato che V è soltanto un
Pointer ossia un “sinonimo” (ovvero il “sopran-
nome”) di un vettore cioè un modo convenzio-
nale di chiamare un vettore non ancora “nato”
ma  che devo ancora allocare in base alle mie
effettive necessità. E’ degno di nota anche
l’istruzione !12 in cui uso la notazione
vettoriale per azzerare, in un colpo solo, tutte le
componenti del vettore che ho allocato con
l’istruzione !11.
Si noti il vantaggio dello scrivere la GeneraIV
in modo che sia direttamente contenuta nel
                                                     
3   Tra i dettagli si osservi l’istr. !_4 o la !10 dove c’è una li-
sta di proprietà, il carattere due punti ripetuto (“::”) e la
lista dei nomi che hanno le proprietà della lista: è anche un
modo per dare più informazioni utili. Se infatti scrivo:
        real,dimension(4,4):: A,B
invece che:
          real A(4,4),B(4,4)
non dico solo che A e B sono due matrici di ordine 4 ma sug-
gerisco meglio anche l’idea che se dovessi cambiare le di-
mensioni di A, dovrei cambiare le dimensioni di B in modo
uguale.
modulo: potrò scrivere i miei programmi
dimenticandomi come si fa ad allocare la
memoria ed ignorando che esistono i Pointer
(ossia, ribadisco, i sinonimi). Per chi volesse
capire meglio cosa sono i Pointer in Fortran 90
basterà dire che non corrispondono ai puntatori
del C bensì ai “riferimenti” del C++ ossia un
dato di tipo Pointer si usa esattamente come
un dato che non lo è: le sole operazioni “diverse”
riguardano strettamente l’attribuzione al Poin-
ter del suo significato ed un Pointer può
essere il sinonimo di un dato o che ha già un
nome o anche di un dato senza nome; in
particolare il Pointer contenuto appunto in
IntegerV è sinonimo di una area di memoria
senza nome e quindi è l’unico nome di tale area.
Nell’ELF90 è obbligatorio che ogni funzione
possegga una interfaccia esplicita ossia bisogna
comunicare esplicitamente al compilatore come
deve essere fatta correttamente una chiamata
alla funzione o subroutine che non è già
contenuta nella funzione che il compilatore sta
compilando. Questo vincolo è rigoroso anche in
C e C++ e contribuisce enormemente ad evitare
errori nelle chiamate a subroutine esterne.
L’obbligo ad usare interfacce esplicite è utilissi-
mo soprattutto quando si usano librerie di fun-
zioni (tipo NAG o IMSL) dove il rischio di errori
derivanti da un errato ordine di scrittura degli
argomenti è forte e fortemente insidioso. La
pratica di passare la memoria dichiarandola di
un certo tipo e di usare quella memoria, nella
subroutine, come se fosse di tipo diverso è vieta-
tissima e le ragioni sono evidenti. Si immagini il
rischio nel passare memoria sotto forma di dati
di tipo personale senza che ci sia la possibilità,
da parte del compilatore, di controllare che la
subroutine usi correttamente quella, e solo quel-
la memoria, senza sconfinamenti!
Nelle istruzioni che seguono si illustra come
realizzare una interfaccia esplicita senza essere
costretti a riscriverla in ogni subroutine. Si crea
un modulo di nome autoesplicativo (qui “Fun-
zioni”)  e vi si mettono tutte le interfacce che
servono elencandole tra le istruzioni Interfa-
ce ed  End Interface:
Module Funzioni                            !17
    Use Oggetti                            !18
    Implicit None                          !19
    Interface                              !20
        Subroutine Carico(Y)               !21
            Use Oggetti                    !22
            Implicit None                  !23
            Type(Integerv),Intent(In) :: Y !24
        End Subroutine Carico              !25
    End Interface                          !26
End Module Funzioni                        !27
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In questo esempio mostro come fare per realiz-
zare l’interfaccia della subroutine Carico
che verrà richiamata all’interno del programma
principale. Si noti che la subroutine Carico
riceve in argomento un dato di tipo personale
(ossia IntegerV) e quindi ha bisogno di sapere
come è definito il dato di tipo IntegerV; in al-
tre parole ha bisogno di usare il modulo Ogget-
ti e lo fa con l’istruzione !22. Naturalmente
una interfaccia deve contenere la sola parte di-
chiarativa che serve a definire gli argomenti
alla chiamata, non la dichiarazione di tutti i
dati usati dalla subroutine stessa.
Aspetto marginale ma gradevole: un modulo si
usa come un file richiamato da una Include
ma il modulo è una specie di subroutine e può
stare nello stesso file assieme alle altre subrou-
tine ed agli altri moduli che lo usano: sarà facile
controllarne il contenuto anche senza bisogno di
un editor sofisticato o di aprire una altra fine-
stra.
I fortranisti avranno notato il diffuso impiego
della istruzione Implicit None che rappre-
senta un tradimento della storica abitudine di
dare per sottinteso il tipo dei dati in base alla
iniziale del loro nome (sono implicitamente in-
teri i dati che hanno nomi che iniziano con I,
J,  K, L, M, N e sono dati implicitamente
reali tutti gli altri).
Si noti anche una altra importante novità: la di-
chiarazione esplicita dell’”intenzione di uso” dei
dati ricevuti in chiamata. Se un dato è dichiara-
to Intent(In) esso è considerato di sola lettu-
ra e il compilatore bloccherà i tentativi di modi-
ficarlo. Si tratta di una innovazione utilissima
non solo a livello di debugging ma anche per
facilitare la comprensione del sorgente. Al soli-
to, per l’ELF90, è obbligatorio specificare quale
intent hanno tutti gli argomenti della subrou-
tine o funzione.
Si esamini ora come viene programmata la Su-
broutine Carico che, in questa versione pre-
liminare, svolge il compito di accertare
l’intervallo di validità del vettore contenuto
nell’oggetto di tipo IntegerV ricevuto in argo-
mento.
!                                          !28
Subroutine Carico(X)                       !29
    Use Oggetti                            !30
    Implicit none                          !31
    Type(IntegerV),Intent(In) :: X         !32
    Write(*,*)"Lbound,Ubound=",Estremi()   !33
    Return                                 !34
Contains                                   !35
    Function Estremi() Result(IS)          !36
        Integer,Dimension(2)::Is           !37
        Is=(/Lbound(X%V,1),Ubound(X%V,1)/) !38
        Return                             !39
    End Function Estremi                   !40
End Subroutine Carico                      !41
In pratica abbiamo qui una specie di ripasso di
quanto si è visto nei moduli Oggetti e Fun-
zioni. Le principali novità sono date dalla riga
!33 dove si nota l’uso del carattere doppio apice
con la stessa funzione del tradizionale apice del
Fortran 77, dalla riga !36 che rappresenta il
nuovo modo di realizzare l’istruzione dichiarati-
va di una funzione e dalla istruzione !38 dove
si mostra come assegnare un vettore (racchiuso
tra il simbolo composto speciale “(/” e il simbolo
composto speciale “/)” ) ad un dato di tipo, ap-
punto vettore di due soli elementi.
La funzione Estremi va dunque usata chia-
mandola in questo modo ma il suo nome interno
è IS: questo per consentire la realizzazione di
funzioni ricorsive. Notevole il fatto che ogni
funzione può produrre come risultato un oggetto
di qualunque tipo, in questo caso un tradiziona-
le vettore di due sole componenti costituite
dall’intervallo di validità degli indici del vettore
allocato all’interno di IntegerV. Le funzioni
Lbound e Ubound non hanno bisogno di inter-
faccia esplicita perché fanno parte di un gruppo
piuttosto ampio di funzioni intrinseche in dota-
zione standard al Fortran 90.
Per usare quanto visto fin qui si consideri il se-
guente programma principale:
!                                          !42
Program Se_Va                              !43
    Use Funzioni                           !44
    Implicit None                          !45
    Integer :: K                           !46
    Type(IntegerV) :: Vet                  !47
    Write(*,*)"Dimensione del vettore > "  !48
    Read(*,*) K                            !49
    K=Max(1,K)                             !50
    Write(*,*)"Alloco il vettore lungo",K  !51
    Call GeneraIV(Vet,K)                   !52
    Call Carico(Vet)                       !53
    Write(*,*)"O.K. Invia per stoppare > " !54
    Read(*,*)                              !55
    Stop                                   !56
End Program Se_Va                          !57
Le sole osservazioni che si possono fare è il fatto
che alla riga !44 viene usato il modulo Fun-
zioni, per conoscere quale interfaccia va usata
con la Carico ma non è necessario scrivere una
ulteriore istruzione Use per usare il modulo Og-
getti come sembrerebbe necessario visto che si
usa in dato di tipo IntegerV. Si evita il secondo
Use perché esso è già contenuto nel modulo
Funzioni; in sostanza è lecito ed anzi utile
annidare le chiamate ai moduli in modo da non
essere obbligati a lunghe dichiarazioni che di-
straggono dalla sostanza ovvero dalla parte ese-
cutiva del programma. Qui il program non
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contiene subroutine interne ma solo perché non
necessarie.
A conclusione e per dare una idea della pigno-
leria imposta dall’uso di ELF90 si noti che in
Fortran (77 o 90) non è obbligatorio fare prece-
dere una istruzione Return o Stop
all’istruzione End che conclude la subroutine
perché è ovvio che, implicitamente, ogni funzio-
ne termina restituendo il controllo alla subrou-
tine chiamante: ELF90 però è “teutonico” e
quindi vuole che nulla sia dato per sottinteso.
Altro vincolo di analoga pignoleria è l’obbligo di
terminare ogni subroutine non con una anoni-
ma End ma con una End che ripeta il nome della
subroutine stessa, quale controllo antidistra-
zioni.
Vorrei, a questo punto, sapere in quanto tempo
sbollirà l’attacco di bile dell’esperto con venti
anni di programmazione Fortran, scoppiatogli
nel leggere che questo....è Fortran. Coraggio: si
possono diluire le dosi di Fortran 90 in modo da
renderne impercettibile l’uso ma ha senso evita-
re la medicina, forse un po’ troppo amara, se si
sa che a prenderla farà bene?
Già ma è completo il quadro del perché dovreb-
be far bene, al di là di qualche aspetto già auto-
nomamente evidente (per esempio miglior affi-
dabilità nell’uso di librerie esterne)?
L’elenco delle principali novità facoltative in
Fortran 90 e coercite nell’ELF90 potrebbe forse
finire qui se non dovessi correggere una grave
inesattezza che ho voluto compiere per ragioni
espositive o forse per lasciare indignare della
mia incompetenza di programmazione ad og-
getti tutti quelli che la conoscono bene.
Ho semplicemente chiamato oggetto quello che,
nella migliore delle ipotesi, potrebbe essere det-
ta una semplice struttura di dati, arcinota non
solo ai patiti del C++ ma a quelli del più antico e
classico dei C. Perché un oggetto possa dirsi tale
occorrerebbero tante cose ma la fondamentale,
per esprimersi in modo “immaginifico”, è che
l’oggetto abbia una “pelle”, possibilmente robu-
sta come quella di un elefante, e che non sia la-
sciato a tutti il diritto di fargli delle operazioni
chirurgiche tali da rivoltargli le budella.
In concreto l’istruzione Private restringe il
privilegio di accedere ai dati interni all’oggetto
alle sole funzioni e subroutine contenute nel
modulo dove l’oggetto viene definito. Volendo
usare il gergo della programmazione ad oggetti
queste funzioni dotate di particolare privilegio
vengono detti “metodi” e così potrebbe essere
fatto se il termine potesse giovare e risultasse
espressivo  al normale programmatore Fortran
(cosa di cui dubito alquanto).
Benchè sembri cosa da poco, la dichiarazione
Private  ha notevoli implicazioni sulla struttu-
ra del programma perché obbliga a rivedere la
gerarchia delle funzioni e dei moduli utilizzati.
Per attenersi al nostro esempio, si constata che
diventa tassativo realizzare diversi “metodi” per
poter gestire con flessibilità un oggetto molto
semplice ma di uso universale quale è un vetto-
re di interi e si dovrà cercare di definire
“metodi” potenti ossia capaci di operazioni
complesse e potenzialmente costose in termini
di consumo di CPU in modo che l’uso di un
“metodo” non sia tanto frequente come nel caso
di un “metodo” capace di modificare un solo
elemento di vettore alla volta.
Si consideri dunque una versione del modulo
Oggetti contenente un tipo di dati con le carat-
teristiche di un vero oggetto (una classe, si di-
rebbe in C++) :
!                                          !_1
Module Oggetti                             !_2
    Type :: IntegerV                       !_3
        Private     ! QUESTO E' IMPORTANTE !_4
        integer,dimension(:),pointer :: V  !_5
    End Type IntegerV                      !_6
Contains                                   !_7
    Subroutine GeneraIV(V,H,K)             !_8
        Implicit None                      !_9
        Integer,Intent(In)::H,K            !10
        Type(IntegerV),Intent(Out)::V      !11
        Allocate(V%V(H:K))                 !12
        V%V(H:K)=0                         !13
        Return                             !14
    End Subroutine GeneraIV                !15
    Function Estremi(X) Result(IS)         !16
        Implicit None                      !17
        Integer,Dimension(2)::Is           !18
        Type(IntegerV),Intent(In) :: X     !19
        Is=(/Lbound(X%V,1),Ubound(X%V,1)/) !20
        Return                             !21
    End Function Estremi                   !22
    Function GetIV(X,H,K) Result(V)        !23
        Implicit None                      !24
        Integer,Intent(In)::H,K            !25
        Integer,Dimension(H:K)::V          !26
        Type(IntegerV),Intent(In):: X      !27
        V=X%V(H:K)                         !28
        Return                             !29
    End Function GetIV                     !30
    Subroutine SetIV(X,V,H,K)              !31
        Implicit None                      !32
        Integer,Intent(In)::H,K            !33
        Integer,Intent(In),Dimension(:)::V !34
        Type(IntegerV),Intent(In Out):: X  !35
        X%V(H:K)=V(1:K-H+1)                !36
        Return                             !37
    End Subroutine SetIV                   !38
End Module Oggetti                         !39
Come si vede, anche solo per realizzare qualcosa
di puramente illustrativo ma realistico non ci si
è potuti limitare alla semplice funzione Gene-
raIV ma si è dovuto aggiungere un “metodo”
per esplorare le caratteristiche strutturali del-
l’oggetto (la funzione Estremi), un “metodo”
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per sondare l’oggetto (la funzione GetIV) e un
“metodo” per modificarlo (SetIV). E’ ovvio che
nella realtà, quando gli oggetti sono costituiti da
un insieme articolato di dati come potrebbe es-
serlo una matrice sparsa con, per di più, una
struttura particolare di dati non nulli da tenere
in conto per limitare le esigenze di memorizza-
zione, il numero di metodi tenderà a proliferare
considerevolmente e la realizzazione di un ade-
guato modulo di definizione e gestione degli og-
getti sarà un lavoro non banale soprattutto dal
punto di vista dell’efficienza computazionale.
Come note di dettaglio si osservi come è stata
perfezionata la GeneraIV in modo da consenti-
re che l’estremo inferiore non sia sempre solo
quello standard Fortran, ossia 1, ma possa vale-
re H ed essere, eventualmente, anche negativo;
per quanto riguarda la distinzione tra nome
esterno e nome interno va detto che essa è ob-
bligatoria solo se la funzione è realmente ricor-
siva.
La necessità di specificare i “metodi” porta alla
semplificazione delle altre parti del programma.
Il modulo contenente le interfacce alle funzioni
resta immutato:
!                                          !40
Module Funzioni                            !41
    Use Oggetti                            !42
    Implicit None                          !43
    Interface                              !44
        Subroutine Carico(Y)               !45
            Use Oggetti                    !46
            Implicit None                  !47
            Type(Integerv),Intent(InOut)::Y!48
        End Subroutine Carico              !49
    End Interface                          !50
End Module Funzioni                        !51
Viceversa la subroutine Carico subisce mo-
difiche significative dovute al fatto che ora non
può più contenere la funzione Estremi poiché
questa, dovendo accedere alla struttura interna
degli oggetti IntegerV è stata promossa a
“metodo”. Nel sorgente che segue la Carico
provvede effettivamente a modificare i dati in-
terni dell’oggetto usando il “metodo” SetIV co-
me si può constatare:
!                                          !52
Subroutine Carico(X)                       !53
    Use Oggetti                            !54
    Implicit none                          !55
    Type(IntegerV),Intent(In Out) :: X     !56
    Write(*,*)"Lbound,Ubound=",Estremi(X)  !57
    Call SetIV(X,(/ 7,5,2 /),1,3)          !58
    Return                                 !59
End Subroutine Carico                      !60
!                                          !61
Si noti che l’interfaccia esplicita di Estremi e
SetIV non va specificata come nel caso della
Carico perché è già contenuta nel modulo Og-
getti.
Per terminare si riporta la nuova versione del
programma principale, sostanzialmente identi-
ca alla precedente, che contiene, seppure com-
mentato, un esempio di errore di violazione
della struttura interna (un tentato  “sbudella-
mento”) dell’oggetto Vet.
Program Se_Va                              !62
    Use Funzioni                           !63
    Implicit None                          !64
    Integer :: K                           !65
    Type(IntegerV) :: Vet                  !66
    Write(*,*)"Dimensione del vettore > "  !67
    Read(*,*) K                            !68
    K=Max(1,K)                             !69
    Write(*,*)"Alloco il vettore lungo",K  !70
    Call GeneraIV(Vet,1,K)                 !71
    Call Carico(Vet)                       !72
!   Write(*,*) Vet%V(1)  ! sarebbe errore  !73
    Write(*,*)"Comp. 1:4",GetIV(Vet,1,4)   !74
    Write(*,*)"O.K. Invia per stoppare > " !75
    Read(*,*)                              !76
    Stop                                   !77
End Program Se_Va                          !78
In conclusione, se, con un poco di immaginazio-
ne, si estrapola quanto qui illustrato e si consi-
dera cosa potrebbe essere la architettura di un
vero codice applicativo, poniamo un codice di
calcolo strutturale basato sul metodo degli ele-
menti finiti, si può comprendere la profondità
dell’evoluzione permessa dal Fortran 90 pur
senza una tassativa soluzione di continuità con
quella che può essere detta l’abitudine alla pro-
grammazione accumulata in anni di attività la-
vorativa.
Quello che rende appetibile una impostazione
ad oggetti è la relativa naturalezza con cui sa-
rebbe possibile trasformare un codice inizial-
mente messo a punto su un tradizionale calcola-
tore sequenziale. Basterebbe operare, “metafori-
camente parlando” solo sulle budella degli og-
getti ossia sui moduli che li definiscono e non
sull’intero codice che li usa. Sarà poi ovvio che
solo alcuni degli algoritmi applicati sapranno
trarre vantaggio della metamorfosi dell’oggetto
trasformato da vettore di interi in memoria a
vettore, poniamo, parzialmente memorizzato su
disco (emulazione della memoria virtuale) o di-
stribuito tra le memorie di molteplici processori
connessi in rete etc... Si potrà però lavorare a
due livelli ben distinti: da una parte l’informati-
co che programma moduli di oggetti adatti
all’ambiente parallelo e dall’altra il matematico
o il ricercatore che sceglie l’algoritmo che fun-
ziona meglio perché, poniamo, causa minor
traffico di rete nella pancia dell’oggetto paralle-
lizzato.
Le strade per arrivare ad apprezzare gli aspetti
innovativi del Fortran 90 potrebbero essere,
comunque,  molteplici, (non derivate diretta-
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mente dalle esigenze del calcolo parallelo) so-
prattutto per i giovani: il progressivo affermarsi
di Internet potrebbe portare, nel giro di pochis-
simi anni, all’affermazione di Java come del
primo linguaggio appreso dal programmatore
neofita e in questo contesto, con alle spalle una
familiarità diventata “ancestrale” con la pro-
grammazione ad oggetti, sarà sicuramente solo
il Fortran 90, non il Fortran 77,  il linguaggio
che potrà essere giudicato dai giovani sufficien-
temente ricco ed adeguato al calcolo scientifico
perchè nel solco di una tradizione pluridecenna-
le, di veloce apprendimento,  dotato di ampia
flessibilità pur se non ottimale per ogni tipo di
problema di natura informatica (il Fortran con-
tinua a respinge l’uso dei veri puntatori ossia
degli indirizzi fisici alla memoria : troppo di
basso livello)
Come informazione conclusiva e correlata vorrei
ricordare anche l’annuncio dato, anch’esso ad
agosto, dagli autori di una libreria di calcolo
numerico divenuta ora disponibile in versione
Fortran 90 e arricchita, rispetto alle precedenti
edizioni per Fortran 77, Pascal e C, di vari pa-
ragrafi dedicati ai concetti e alle problematiche
del calcolo scientifico parallelo. A corredo del
nuovo libro è stato prodotto un Compact Disk
contenente tutte le varie versione via via realiz-
zate dai quattro autori (fino ad una per il Basic)
ed altro materiale dedicato al calcolo numerico,
liberamente reperibile in rete ma, naturalmen-
te, molto più facilmente consultabile leggendo il
CDROM. La memorizzazione dei dati è stata
fatta in stile ipertestuale usando HTML e
quindi, per “navigare” sul CDROM basterà usa-
re Netscape o altri browser equivalenti. E’ que-
sto ciò che spero  possa diventare un requisito
per qualunque testo di didattica o dispensa uni-
versitaria. Sarebbe un notevole progresso cultu-
rale e didattico se, poniamo, un buon testo di
fisica fosse corredato, di norma, da un CDROM
contenente magari addirittura la lezione diret-
ta, interattiva, da parte dell’autore, basata sui
vari capitoli del testo cartaceo, corredati da
esercizi programmati, per gli esempi meno
“numericamente-intensivi” in Java e, per quelli
più realistici ed effettivamente applicativi
(eseguibili tanto su un PC che su un vero e po-
tente calcolatore parallelo), in un buon Fortran
90 compatibile con il nuovo e gratuitamente al-
legabile ELF90.
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