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RE´SUME´
La Composition Dynamique de Services a pour but de
composer un syste`me interactif a` partir d’un ensemble
de services disponibles correspondant a` des composants.
Un composant est constitue´ d’une partie fonctionnelle et
d’une partie Interface Homme-Machine (IHM). En Ge´nie
Logiciel, la grande majorite´ de la litte´rature se concentre
sur la composition dynamique de services fonctionnels.
Si l’on fait l’hypothe`se qu’un service IHM peut aussi eˆtre
compose´, cela entraine une nouvelle proble´matique de re-
cherche en Interaction Homme-Machine : la Composi-
tion Dynamique de Services IHM. Cet article pre´sente
un algorithme de planification permettant de re´soudre le
proble`me de la composition dynamique d’IHM pour pro-
duire le mode`le de taˆches de l’IHM compose´e permettant
a` l’utilisateur d’atteindre son objectif.
ACM Classification Keywords
H.5.2 User Interfaces: Ergonomics, Graphical user inter-
faces (GUI), Prototyping, User-centered design.
General Terms
Design, Human factors, Algorithms
Mots Cle´s
Composition Dynamique, Interface Homme-Machine
(IHM), service IHM, composition d’IHM, Formalisation,
Algorithme
INTRODUCTION
La Composition Dynamique de Services (DSC pour Dy-
namic Service Composition) a pour objectif de com-
poser un syste`me interactif a` partir d’un ensemble de
services disponibles et d’un objectif utilisateur a` sa-
tisfaire. Le processus DSC peut eˆtre de´compose´ en
deux e´tapes. Premie`rement, le plan (i.e. une se´lection
et un ordonnancement d’un ensemble de services) est
calcule´. Deuxie`mement, les composants sont compose´s
conforme´ment au plan calcule´ pour produire un syste`me
interactif exe´cutable.
Un syste`me interactif comprend un noyau fonctionnel (FC
pour Functional Core) et une partie Interface Homme-
Machine (IHM) [5]. De la meˆme manie`re, une distinc-
tion peut eˆtre effectue´e entre service fonctionnel et IHM
[20]. Les services fonctionnels sont fournis par des com-
posants fonctionnels. Les services IHM sont fournis par
les composants IHM. Si l’on fait l’hypothe`se que les ser-
vices IHM peuvent eˆtre compose´s comme les services
fonctionnels, cela entraine une nouvelle proble´matique de
recherche en Interaction Homme-Machine : la Composi-
tion Dynamique de Services IHM.
En Ge´nie Logiciel (GL), la majeure partie des travaux
s’inte´resse a` la composition dynamique de services fonc-
tionnels. Le reste du temps, les services IHM sont soit
conside´re´s comme des services fonctionnels, soit l’IHM
est compose´e dans un deuxie`me temps. Cependant, pour
promouvoir une composition dynamique centre´e utilisa-
teur, les services IHM doivent aussi eˆtre compose´s dyna-
miquement pour produire un plan d’exe´cution.
L’article pre´sente comme contribution principale la for-
malisation et l’imple´mentation d’un algorithme de pla-
nification pour produire un plan de service IHM sous la
forme d’un arbre de taˆches. En effet, la composition dyna-
mique ne´cessite une technique d’Intelligence Artificielle
(IA) pour se´lectionner et ordonner les services a` compo-
ser. En conse´quence, nous avons utilise´ les concepts de
planification automatique de´ja` utilise´es en DSC pour pro-
duire un plan sous la forme d’un mode`le de taˆches. L’algo-
rithme PLACID (pour ⌧ PLAnner for dynamically Com-
posing user Interfaces Descriptions ") permet de calculer
un plan de services IHM. PLACID est inte´gre´ dans le pro-
totype COMPOSE qui compose dynamiquement une IHM
a` partir de ce plan.
E´TAT DE L’ART ET POSITIONNEMENT
La Composition de Services peut eˆtre statique ou dy-
namique [3]. La composition statique de´bute a` partir
d’un plan (un sche´ma de composition de services) pour
produire un syste`me compose´ a` partir de composants
pre´existants alors que la composition dynamique a pour
objectif de calculer ce plan a` partir d’un objectif utilisa-
teur et de serices disponibles [3]. La DSC repose sur l’hy-
pothe`se que chaque service peut eˆtre vu comme une ac-
tion de´crite par ses pre´conditions, postconditions, et effets
[22]. Ces actions sont utilise´es pour calculer un plan selon
le contexte d’usage courant (proprie´te´s concernant l’utili-
sateur, sa plate-forme et son environnement [24]).
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Cette section propose une vue d’ensemble des techniques
d’IA utilise´s en GL et en IHM pour composer dynamique-
ment des services fonctionnels et IHM.
Ge´nie Logiciel
La Composition Dynamique de Services (web services)
ne´cessite une technique de l’IA pour calculer un plan.
Par exemple, la Planification Automatique [9] de´veloppe
des algorithmes pour atteindre un objectif a` partir d’ac-
tions disponibles. En GL, diffe´rentes approches (tech-
niques d’IA) ont e´te´ explore´es pour calculer un plan de
services comme le Calcul de Situations, la Planification a`
base de Re`gles, la Preuve de The´ore`me ou la Planification
Automatique [22].
Calcul de Situations. Par exemple, [14] adopte le langage
Golog pour calculer automatiquement un plan qui est une
se´quence d’actions. Golog est un langage de programma-
tion qui repre´sente les changements ou les e´volutions de
situations, actions ou objets. L’objectif utilisateur est ex-
prime´ en pre´dicats de la logique de premier ordre. Les ser-
vices sont des actions. A` partir de re`gles logiques et de
contraintes, le plan est calcule´ a` l’exe´cution.
Planification a` base de Re`gles. Par exemple, [15] cal-
cule un service composite a` partir de re`gles de compo-
sabilite´ pour ve´rifier si les services peuvent eˆtre com-
pose´s ou non. Premie`rement, a` partir d’une description
de haut niveau, l’ensemble des compositions possibles
est de´crit. Deuxie`mement, a` partir des re`gles de compo-
sition, les descriptions de haut niveau sont compose´es.
Troisie`mement, les services sont se´lectionne´s a` partir des
descriptions pour obtenir un plan.
Preuve de The´ore`me. Par exemple, [21] utilise un prou-
veur de the´ore`mes. Les services disponibles et l’objectif
utilisateur sont traduits en pre´dicats du premier ordre. Puis
le plan est calcule´ par le prouveur de the´ore`mes qui utilise
ces pre´dicats.
Planificateur PDDL. Classiquement, un planificateur
PDDL manipule trois entre´es : un but, (ex : ⌧ J’ai besoin
d’aller de mon hoˆtel au bureau du me´decin. "), l’e´tat ini-
tial du monde (ex : Victor est a` Philadelphie) et un en-
semble d’actions (ex : voyager en voiture). Une action est
de´finie par des pre´conditions (un ensemble de pre´dicats
devant eˆtre vrais) et les effets sur l’e´tat du monde (ex :
pour l’action ⌧ travel by car ", les effets seront que Vic-
tor sera dans le bureau du me´decin). En retour, les al-
gorithmes de planification automatique calculent un plan
(i.e., une se´quence d’actions) pour atteindre le but. Par
exemple, [12] utilise un planificateur PDDL pour produire
un plan de services permettant a` l’utilisateur d’atteindre
son objectif.
Planificateur HTN. Hierarchical Task Network (HTN) [6]
est une approche hie´rarchique de planification automa-
tique. En HTN, les de´pendances entre actions peuvent
eˆtre donne´es sous la forme d’un re´seau. En conse´quence,
HTN permet l’utilisation de descriptions hie´rarchiques
pour de´crire les actions abstraites (appele´e me´thodes)
en sous-actions pour obtenir des actions e´le´mentaires
(i.e., correspondant aux actions PDDL). Une me´thode a
des pre´conditions et un ensemble de sous-actions. Par
exemple, la me´thode ⌧ voyager " peut eˆtre de´compose´e
en deux sous-actions ⌧ voyager en voiture " ou ⌧ voya-
ger en avion ". A` partir d’un e´tat initial, un planificateur
HTN essaye d’appliquer les me´thodes et les actions jus-
qu’a` ce que l’objectif utilisateur soit re´alisable par une
se´quence d’actions. Par exemple, [23] utilise un planifica-
teur HTN comme JShop [6] pour produire un plan a` partir
d’une hie´rarchie d’actions disponibles.
De meˆme, le projet europe´en ATRACO (Adaptive and
Trusted Ambient Ecologies) [1] utilise un planificateur
HTN pour permettre de de´crire une hie´rarchie de taˆches
pour diffe´rencier les taˆches pouvent eˆtre exe´cute´es en par-
ralle`le ou en se´quence. En effet, ce planificateur utilise
aussi des concepts de Partial-Order Planning pour pro-
duire un plan d’actions concre`tes partiellement ordonne´es.
Ainsi, il est possible de composer des services IHM en pa-
ralle`le, par contre, seules les actions apparaissent dans le
plan (les me´thodes sont omisent).
Pour produire une IHM, la composition de composants
IHM peut e´galement eˆtre effectue´e apre`s la DSC. L’ide´e
est de tirer avantage du plan calcule´ dynamiquement
pour composer, dans un second temps, les IHM des ser-
vices. Par exemple, [7] propose de composer les IHM des
services se´lectionne´s dans une meˆme feneˆtre. De cette
manie`re, l’IHM compose´e se de´duit du plan de services
fonctionnels.
CRUSe [20] introduit la notion de services IHM. Il
s’inte´resse a` la composition de composants IHM a` partir
de services IHM en proposant une architecture syste`me.
Cependant, CRUSe ne se concentre pas sur la se´lection
des services IHM (i.e. le calcul du plan). En effet, il sup-
pose le plan de´ja` calcule´.
Interaction Homme-Machine
A` haut niveau d’abstraction, une IHM est mode´lise´e par
un mode`le de taˆches [18, 4]. Le mode`le de taˆches (TM
pour Task Model) est une description re´cursive de la taˆche
utilisateur en sous-taˆches paralle`les ou se´quentielles jus-
qu’a` obtenir des taˆches e´le´mentaires (i.e., des taˆches qui
ne peuvent eˆtre de´compose´es qu’en actions physiques).
Par exemple, pour obtenir une assistance me´dicale ⌧ get
medical assistance", l’utilisateur doit appeler le me´decin
⌧ call the office " et suivre le trajet pour s’y rendre
⌧ find route information ". Une taˆche peut eˆtre vue
comme un service IHM fourni par un composant IHM.
En conse´quence, pour composer dynamiquement un nou-
veau service IHM, le plan calcule´ doit eˆtre un arbre de
taˆches au lieu de seulement une se´quence. La correspon-
dance entre les services et les actions est effectue´e a` l’aide
d’ontologies [10].
Une IHM adaptative est une IHM capable de s’adapter
ou d’eˆtre adapte´e au contexte d’usage courant. Beaucoup
de travaux se concentrent sur l’adaptation d’une IHM a`
l’exe´cution [4, 16]. Cependant, tous ces travaux de´marrent
a` partir d’un mode`le de taˆches complet. Or le mode`le de
taˆches, i.e., le plan en termes de services IHM, doit eˆtre
calcule´ a` l’exe´cution.
Huddle [17] utilise un planificateur PDDL pour produire
une se´quence d’actions qui repre´sente une configuration
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valide des composants IHM a` composer. L’objectif est de
ge´ne´rer automatiquement une IHM. Cependant, le planifi-
cateur ne manipule pas d’actions abstraites a` l’instar d’un
planificateur HTN.
Paterno et al. [19] montrent comment produire dynami-
quement une IHM a` partir de services Web. En particu-
lier, les auteurs pre´sentent comment cre´er une descrip-
tion abstraite d’une IHM a` partir du mode`le de taˆches lie´
avec des services Web existants. L’objectif est de ge´rer
l’imple´mentation de l’IHM. De la meˆme manie`re, Kritikos
et al. [13] n’utilisent pas un planificateur mais supposent
un mode`le de taˆches complet pour produire un plan qui
de´crit comment les services existants peuvent eˆtre com-
pose´s pour ge´ne´rer l’IHM. En conse´quence, ces deux tra-
vaux [19, 13] ne se concentrent pas sur l’algorithme pour
calculer le plan.
La composition par composants IHM se base sur l’hy-
pothe`se que le sche´ma de composition (le plan en termes
de services) est connu et propose des frameworks ou
ope´rateurs pour aider le concepteur a` produire une IHM
compose´e. Par exemple, [11] propose de composer des
composants IHM conforme´ment au sche´ma de compo-
sition fonctionel et propose une formalisation de cette
proble´matique. De manie`re analogue, [2] compose des
composants IHM de´crits et annote´s a` l’aide d’ontologies.
Positionnement
La contribution de cet article porte sur un algorithme per-
mettant de calculer un plan de services IHM. Les IHM
e´tant mode´lise´es a` plus haut niveau d’abstraction en taˆches
utilisateur, le plan qui de´crit une IHM compose´e doit eˆtre
un mode`le de taˆches comportant des taˆches en paralle`le et
en se´quence. Les travaux portant sur la composition dy-
namique produisent un plan sous la forme d’une se´quence
d’actions. A notre connaissance, seul le plannificateur du
projet ATRACO[1] produit un plan partiellement ordonne´.
Cependant, ce plan ne comportent pas les me´thodes (ac-
tions arbtraites) fournies en entre´e. En conse´quence, nous
proposons de manie`re originale un algorithme de planifi-
cation permettant de produire un plan sous la forme d’un
mode`le de taˆches.
FORMALISATION DU PROBLE`ME ET DE LA SOLU-
TION
Formalisation du proble`me
Le principe est de produire une IHM dont la fonc-
tion est de faire passer l’utilisateur de sa situation
courante a` une situation dans laquelle son objectif
est satisfait. Plus formellement, la situation cou-
rante (le contexte d’usage courant) est l’e´tat initial
s0 d’un graphe d’e´tat. Un e´tat est repre´sente´ par
un ensemble de propositions logiques. Ici, s0 =
{has(V ictor, Smartphone), internet(Smartphone),
at(V ictor, Philadelphia), Guidance Prompting(), . . .}
De la meˆme manie`re, l’objectif de l’utilisateur est
repre´sente´ par un ensemble de propositions g. L’e´tat
contenant g est appele´ l’e´tat but sg : sg =
{found(V ictor,medical assistance), . . .}.
Figure 1. Graphe des changements d’e´tat.
Le graphe d’e´tat est un graphe des changements d’e´tat
dont les nœuds sont les e´tats et les arcs sont les actions qui
permettent a` l’utilisateur de changer d’e´tat a` l’aide d’une
IHM (figure 1).
Une action a est de´finie par le triplet
(precond(a), add(a), del(a)) ou` precond(a) est un
ensemble de propositions logiques qui repre´sente les
conditions d’application de l’action : une action est
applicable si et seulement si l’e´tat courant contient
precond(a). Nous notons precond+(a) et precond−(a)
respectivement les propositions logiques positives et
ne´gatives. add(a) et del(a) sont les effets respectivement
ajoute´s et supprime´s a` l’e´tat courant. Si une action a est
applicable, l’e´tat suivant peut eˆtre calcule´ par :
γ(si, a) = (si − del(a)) [ add(a) = si+1
En conse´quence, le proble`me est de construire une IHM
qui permet d’atteindre l’e´tat but a` partir de l’e´tat initial.
Soit pi une liste d’actions de longueur k et s l’e´tat courant.
L’e´tat suivant est de´fini par :
γ(s, pi) =


s, si k = 0
γ(γ(s, a1), [a2, . . . , ak]), si k > 0 et
a1 est applicable
a` s
En pratique, l’utilisateur exprime ses besoins/son objec-
tif. Ils sont traduits en un ensemble de propositions lo-
giques g. Le syste`me perc¸oit le contexte d’usage courant
et le repre´sente sous la forme d’un ensemble de propo-
sitions logiques s0. Par exemple, le fait qu’un utilisateur
nomme´ Victor posse`de un mur nume´rique est exprime´
par la formule logique has(V ictor, Smartphone). De la
meˆme manie`re, l’ensemble des informations caracte´risant
le contexte d’usage courant sont traduites en propositions
logiques. L’algorithme de planification connait les actions
que l’utilisateur peut accomplir graˆce aux IHM dispo-
nibles. Les actions sont de´finies en ⌧ intention " sous la
forme d’ope´rateurs et de me´thodes.
Un ope´rateur o est de la forme
(precond(o), add(o), del(o)). Il est de´fini par ses
pre´conditions qui sont un ensemble de pre´dicats en
logique du premier ordre. add(a) et del(a) sont res-
pectivement les effets ajoute´s (supprime´s) a` l’e´tat
courant. Par exemple, les pre´conditions de l’ope´rateur
Call the office(?u, ?p) peuvent eˆtre les pre´dicats
⌧ has(?u, ?p) "et ⌧ internet(?p) " ; l’utilisateur ?u et
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Figure 2. (a) Mode`le de taˆches calcule´ par le planificateur ; (b) La
projection ρ du mode`le de taˆches ; (c) line´arisation.
la plate-forme ?p sont les variables du domaine. Donc,
l’ope´rateur ⌧Call the office(?u, ?p)"peut repre´senter
les actions ⌧Call the office(V ictor, Smartphone)",
⌧Call the office(V ictor,Wall)", etc.
Une me´thode m est de la forme
(precond(m), type(m), subAct(m)) ou` precond(m)
de´finit ses pre´conditions et subAct(m) un ensemble
d’ope´rateurs ou de me´thodes a` accomplir pour re´aliser m.
Par exemple, une me´thode ⌧ se de´placer en taxi "peut
se de´composer en trois ope´rateurs ⌧ appeller le taxi ",
⌧ prendre le taxi ", et ⌧ payer le taxi ". Le type de la
de´composition est spe´cifie´ dans type(m) qui est soit
une se´quence, soit un paralle´lisme. En conse´quence,
les ope´rateurs ou me´thodes de subAct(m) sont totale-
ment ordonne´s. S’ils sont en paralle`le, les e´le´ments de
subAct(m) peuvent eˆtre re´alise´s peu importe l’ordre. Par
exemple, la me´thode ⌧ Get medical assistance " se
de´compose en paralle`le par ⌧ Call the office " et
⌧ Find route information".
Formalisation de la solution
A` partir de l’e´tat initial s0, de l’objectif utilisateur g
et d’un ensemble de me´thodes et d’ope´rateurs, l’algo-
rithme de planification calcule un mode`le de taˆches
qui permet a` l’utilisateur d’atteindre son objectif. Ce
mode`le de taˆches est un arbre. Chaque nœud corres-
pond a` un composant IHM existant. Par exemple, la
taˆche ⌧ Call the office " correspond a` un composant
IHM permettant d’appeller quelqu’un. Une fois calcule´,
le mode`le de taˆches permet de savoir les composants
IHM a` composer et comment. Par exemple, le composant
⌧Get medical assistance" contiendra les composants
⌧Call the office" et ⌧ Find route information".
Le mode`le de taˆches contient deux types de nœuds :
interne ou feuille. Un nœud interne est une me´thode
comple`tement instancie´e (toutes les variables sont lie´es
avec une constante) de type se´quence (⌧ > ") ou pa-
ralle´lisme (⌧ II "). Une feuille est une action, i.e. un
ope´rateur totalement instancie´ (figure 2a). Nous appe-
lons projection ρ du mode`le de taˆches un ensemble
partiellement ordonne´ d’actions (figure 2b). La relation
d’ordonnancement ⌧ C > D " exprime que l’action
C pre´ce`de l’action D. 0 et 1 sont les actions for-
melles qui repre´sentent le de´but et la fin de l’interac-
tion. La line´arisation de ρ est un ensemble compose´ des
meˆmes actions comple`tement ordonne´es par la relation
de pre´ce´dence. Un exemple de line´arisation est pre´sente´
dans la figure 2c. L(ρ) est l’ensemble de line´arisations
de ρ. Le proble`me de la composition est formalise´ par :
P = (s0, g, A) ou` s0 est l’e´tat initial, g l’objectif et
A un ensemble d’actions possibles (en pratique exprime´
sous la forme d’ope´rateurs et de me´thodes). Re´soudre ce
proble`me revient a` trouver une solution ρ (en pratique un
mode`le de taˆches) tel que : 8pi 2 L(ρ), g ✓ γ(so, pi)
Intuitivement, pour trouver une solution, il est ne´cessaire
de calculer l’ensemble des line´arisations (toutes les
se´quences d’actions) qui permettent a` l’utilisateur d’at-
teindre son objectif. En effet, une line´arisation cor-
respond a` une utilisation possible des actions (taˆches)
de l’IHM compose´e. Pour qu’une IHM compose´e soit
solution, il faut qu’elle permette a` l’utilisateur de
re´aliser la se´quence (line´risation) qu’il souhaite. Par
exemple, deux actions ⌧ a1 = Call the office " et
⌧ a2 = Find route information " peuvent eˆtre
exe´cute´es en paralle`le si l’utilisateur peut exe´cuter les
deux line´risations suivantes : (a1 puis a2) et (a2 puis a1).
En conse´quence, l’algorithme doit ve´rifier que toutes les
line´risations sont solutions pour que le mode`le de taˆches
le soit. Dans le cas ou` aucun plan n’est trouve´, le proble`me
n’a pas de solution et aucune IHM ne peut eˆtre compose´e.
L’ALGORITHME PLACID
Nous proposons l’algorithme PLACID pour re´soudre
le proble`me de la Composition Dynamique de Services
IHM. L’objectif de l’algorithme est de re´aliser l’objectif
de l’utilisateur (la taˆche but).
Quelques notations sont d’abord introduites pour de´crire
l’algorithme PLACID.
Notations
Une taˆche peut eˆtre une me´thode ou un ope´rateur. La ra-
cine du mode`le de taˆches (plan) a` calculer est appele´e la
taˆche but tu. En pratique, la projection ρ est un ensemble
d’actions repre´sentant le mode`le de taˆches. ρ(tu) est la
projection de racine tu ou` tu est la taˆche but.
Une fois ρ(tu) calcule´, PLACID est capable de calculer
les pre´conditions et les effets de tu. Plus formellement,
pour calculer les pre´conditions et les effets de la taˆche
tu, deux cas sont a` conside´rer si tu est une action ou une
me´thode.
– Cas 1 (tu est une action a) : si ρ(tu) = {a} est solution,
alors precond(tu) = precond(a), add(tu) = add(a)
et del(tu) = del(a).
– Cas 2 (tu est une me´thode m) : soit t1, . . . , tn les
sous-taˆches de tu dans ρ(tu). Si ρ(tu) est une solution,
alors precond(tu) = precond(t1)[· · ·[precond(tn),
add(tu) = add(t1) [ · · · [ add(tn) et del(tu) =
del(t1)[ · · · [ del(tn). Intuitivement, les pre´conditions
(resp. effets) de tu sont l’union des pre´conditions (resp.
effets) de ses sous-taˆches.
Ainsi, l’algorithme va diviser le proble`me en sous-
proble`mes graˆce aux me´thodes disponibles. Une fois que
l’algorithme a trouve´ que toutes les sous-taˆches sont des
solutions, il doit ve´rifier que les sous-taˆches puissent eˆtre
applique´e soit en se´quence soit en paralle`le.
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Pour ve´rifier si deux taˆches peuvent eˆtre compose´es en pa-
ralle`le, nous adaptons la notion de conflit de´ja` utilise´e en
planification PDDL. Si deux taˆches ne sont pas en conflit,
elles sont inde´pendantes. Plus formellement, deux taˆches
t1 et t2 sont inde´pendantes si et seulement si :
– del(t1) \ (precond
+(t2) [ add(t2)) = ∅ et
– add(t1) \ (precond
−(t2) [ dell(t2)) = ∅ et
– del(t2) \ (precond
+(t1) [ add(t1)) = ∅ et
– add(t2) \ (precond
−(t1) [ dell(t1)) = ∅.
Intuitivement, deux taˆches sont inde´pendantes si les effets
d’une taˆche ne sont pas en conflit avec les pre´conditions
de l’autre. Si les taˆches en parralle`le sont applicables et ne
sont pas en conflit, alors tu est re´alisable.
Algorithme
L’algorithme adopte la strate´gie de diviser pour re´gner
(divide and conquer). En effet, en partant de l’objec-
tif de l’utilisateur (tu), l’algorithme va re´cursivement
de´composer cette taˆche en sous-taˆches graˆce aux
me´thodes diponibles pour obtenir un arbre ou` les feuilles
sont des actions. Si toutes les taˆches sont applicables et
que les taˆches paralle`les ne sont pas en conflit, alors l’al-
gorithme trouve une solution : le mode`le de taˆches per-
mettant a` l’utilisateur d’atteindre son objectif.
Soit P = (s0, tu, O,M) un proble`me ou` s0 est l’e´tat
initial, tu est la taˆche but a` effectuer (une taˆche est une
me´thode ou une action, par ex : ⌧ get medical assis-
tance "), O et M sont les actions et les me´thodes dis-
ponibles. Pour calculer l’ensemble des line´arisations (une
solution), l’algorithme cherche une line´arisation et ve´rifie
s’il n’y a pas de conflit entre les taˆches en paralle`le. Plus
formellement, ρ(tu) est une solution a` P si et seulement
si :
– Cas 1 (tu est une action a) : a est applicable a` s0. Alors
ρ(tu) = {a}.
– Cas 2 (tu est une me´thode comple`tement instancie´e m) :
soit {t1, . . . , tn} 2 subAct(m) ; il y a deux cas si la
me´thode est de type se´quence ou paralle´lisme :
– Cas 2a (m est de type se´quence) : m est applicable
a` s0 et 8ti 2 subAct(m), ρ(ti) est solution a` Pi =
(γ(s0, ti−1), ti, O,M) avec γ(s0, ti−1) = s0 si i =
1. Intuitivement, si tu est une se´quence, une solution
est une line´arisation classique de ses sous-taˆches.
– Cas 2b (m est de type paralle´lisme) : m est appli-
cable a` s0 et 8ti 2 subAct(m), ρ(ti) est solution a`
Pi = (s0, ti, O,M) et 8ti, tj 2 subAct(m), i 6= j, ti
et tj sont inde´pendantes. Intuitivement, l’algorithme
ve´rifie que toutes les sous-taˆches en paralle`le sont ap-
plicables a` s0 et qu’il n’y a pas de conflit entre elles.
L’absence de conflit est ve´rifie´ pour permettre a` l’uti-
lisateur de se´lectionner lui meˆme l’ordre dans lequel
il veut effectuer les sous-taˆches.
IMPLEMENTATION SUR UN EXEMPLE APPLICATIF
PLACID est illustre´ sur un exemple applicatif : Vic-
tor a besoin d’une assistance me´dicale durant ses va-
cances. Premie`rement l’exemple applicatif est pre´sente´.
Puis, l’imple´mentation des ope´rateurs et des me´thodes
ne´cessaires est de´crite. Finalement, les spe´cificite´s de
PLACID sont discute´es.
Exemple applicatif
Figure 3. IHM compose´e pour que Victor ait une assistance
me´dicale.
Victor vit a` New York. Soudainement, il ne se sent pas
bien alors qu’il est en vacances a` Philadelphie. Il a be-
soin d’assistance me´dicale. Heureusement, il a un syste`me
pour l’aider. Il spe´cifie son objectif ⌧ Je veux une as-
sistance me´dicale "sur le mur nume´rique de l’hoˆtel. En
retour, PLACID compose dynamiquement un plan en
termes de services IHM. Chaque service IHM de´crit les
services fournis par des composants disponibles. Le plan
exprime donc l’IHM qui doit eˆtre compose´e. Par exemple,
l’IHM compose´e permet d’abord a` Victor de choisir son
me´decin. Une fois le me´decin choisi, Victor peut appeler
le me´decin choisi ⌧ Dr Mabuse " (figure 3 ; le nume´ro
est pre´-compose´ – voir le haut de la feneˆtre), eˆtre guide´
jusqu’au cabinet me´dical (figure 3 ; voir la carte) et avoir
l’adresse du pharmacien le plus proche (figure 3 ; voir
l’adresse au bas de la feneˆtre).
Imple´mentation
Pour imple´menter cet exemple applicatif, il est ne´cessaire
de disposer des composants IHM fournissant des ser-
vices IHM de´cris par des ope´rateurs et des me´thodes. Les
ope´rateurs et me´thodes suivants sont imple´mente´s pour
notre exemple :
Ope´rateur Choose the doctor : les parame`tres sont un
utilisateur (?u), une plate-forme (?p). Le service IHM re-
quiert que l’utilisateur ait une plate-forme d’exe´cution :
has ?u ?p. Une fois que l’utilisateur a se´lectionne´ le
me´decin, un pre´dicat est ajoute´ a` l’e´tat du monde :
isChosen ?u d.
Ope´rateur Call the office : les parame`tres sont un uti-
lisateur (?u), une plate-forme (?p) et une personne a` ap-
peler (?pp). Le service IHM requiert que la plate-forme
ait des capacite´s te´le´phoniques : isPhone ?p. Le fait que
la personne pp ait appele´ quelqu’un est ajoute´ a` l’e´tat du
monde : isCalled ?u ?pp.
Ope´rateur Find route info : les parame`tres sont un
utilisateur (?u) et une plate-forme (?p). Le service IHM
requiert que l’utilisateur ait une plate-forme connecte´e a`
Internet : isInternet ?p.
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Ope´rateur Find nearest chemist : les parame`tres sont
un utilisateur (?u), une plate-forme (?p) et un phar-
macien (?o). Le service IHM requiert que l’utilisa-
teur ait une plate-forme (has ?u ?p) et que l’adresse
du pharmacien puisse eˆtre affiche´e sur cette plate-
forme : isDisplayable ?o ?p. L’e´tat est enrichi de :
isDisplayed ?p ?o.
Me´thode Get medical assistance : les parame`tres sont
un utilisateur (?u) et une plate-forme (?p). Le service IHM
requiert que l’utilisateur ait une plate-forme : has ?u ?p.
Les sous-taˆches sont ⌧ Choose the doctor " et
⌧Contact the doctor " en se´quence.
Me´thode Contact the doctor : les parame`tres sont un
utilisateur (?u) et une plate-forme (?p). Les sous-taˆches
sont ⌧ Call the office ", ⌧ Find route info " et
⌧Find nearest chemist" en paralle`le. Ce service IHM
requiert que l’utilisateur ait une plate-forme d’exe´cution
avec un e´cran large (isLargeScreen ?p).
A partir de ces ope´rateurs, ces me´thodes et de l’ob-
jectif de l’utilisateur, l’algorithme calcule la solu-
tion (plan) pre´sente´e dans la figure 4. En effet, pour
ve´rifier si la me´thode ⌧ Get medical assistance "est
solution, l’algorithme ve´rifie si la line´arisation de
⌧ Choose the doctor " et ⌧ Contact the doctor " est
solution. ⌧ Choose the doctor " est applicable
sur s0 et produit s1. Pour ve´rifier si la me´thode
⌧ Contact the doctor " est applicable sur s1
et produit s5, l’algorithme ve´rifie si les actions
⌧ Call the office ", ⌧ Find route info " et
⌧ Find nearest chemist " peuvent eˆtre applique´es sur
s1 et si les actions sont inde´pendantes. Si elles ne sont pas
en conflit, s5 peut eˆtre calcule´ a` partir d’une line´arisation
de ces actions.
Discussion
Une fois calcule´, le plan peut eˆtre mis en correspon-
dance avec les composants IHM. En effet, chaque ser-
vice IHM est fourni par un composant IHM. Une me´thode
exprime une manie`re de composer les sous-composants
IHM. Par exemple, la figure 5 affiche une IHM qui peut
eˆtre compose´e a` l’aide du plan de services IHM par
le prototype COMPOSE [8]. Les composants correspon-
dant aux taˆches abstraites sont en charge de composer
ses sous-composants. Par exemple, le composant permet-
tant ⌧ Contact the doctor " est une frame qui va com-
poser verticalement les IHM de ⌧ Call the office ",
⌧ Find route info" et ⌧ Find nearest chemist".
Par rapport au planificateur classique de services fonc-
tionnels qui ne fournissent pas les me´thodes en sortie,
PLACID calcule un arbre contenant les me´thodes et les
actions. En effet, les me´thodes expriment la composi-
tion, i.e., la manie`re de composer les composants IHM
fournis par les services IHM. Par exemple, la me´thode
⌧ Contact the doctor " exprime une feneˆtre qui va
contenir verticalement les composants IHM fournissant
les services IHM (ope´rateurs) ⌧ Call the office ",
⌧ Find route info" et ⌧ Find nearest chemist".
Par rapport au planificateur classique de services fonction-
nels, PLACID compose des services IHM en paralle`le.
Figure 5. Composants IHM fournis par leur services IHM
respectifs.
En effet, si deux services IHM ne sont pas en conflit,
alors les deux composants IHM correspondant peuvent
eˆtre compose´s dans la meˆme temporalite´ (dans une meˆme
feneˆtre ou onglet). Par exemple, un syste`me de compo-
sition ne doit pas composer deux composants IHM qui
ne´cessiteraient tous les deux les meˆmes haut-parleurs.
Pour produire un syste`me capable de composer dynami-
quement une IHM, ce dernier doit disposer des compo-
sants IHM, les services IHM correspondant et d’un lien
entre les deux. Un composant IHM peut eˆtre re´utilise´ pour
fournir plusieurs services IHM. Par exemple, le compo-
sant IHM qui compose des IHM verticalement dans une
meˆme feneˆtre sera souvent re´utilise´.
Jusqu’a` maintenant, PLACID a e´te´ applique´ a` un exemple
applicatif. Il est ne´cessaire d’e´tudier les performances de
l’algorithme pour re´aliser une composition d’IHM dyna-
mique. Cette e´tude ne´cessite de re´aliser des Benchmarks
de services IHM qui n’existent pas actuellement.
Graˆce a` sa spe´cificite´ unique dans la litte´rature de re-
tourner un arbre au lieu d’une se´quence d’actions, PLA-
CID peut e´galement eˆtre utilise´ a` la conception comme
ge´ne´rateur du mode`le de taˆches pour aider le concepteur a`
mode´liser la taˆche utilisateur. Cela est un inte´ressant effet
de bord car les concepteurs d’IHM ne sont pas tre`s fami-
liarise´s avec la mode´lisation en taˆches utilisateur. En effet,
la conception de TM est une taˆche qui peut eˆtre acce´le´re´e
et facilite´e par l’utilisation de PLACID.
CONCLUSION ET PERSPECTIVES
Cet article a pre´sente´ une solution pour composer dyna-
miquement des IHM. La contribution principale est une
formalisation de l’algorithme PLACID qui permet de cal-
culer un plan a` partir de services IHM. PLACID couvre
la composition se´quentielle et paralle`le de services IHM
(taˆches) et qui produit un plan sous la forme d’un arbre de
taˆches. En effet, des services IHM peuvent eˆtre compose´s
en se´quence ou dans une meˆme feneˆtre. Pour ve´rifier si
deux services peuvent eˆtre compose´s en paralle`le, PLA-
CID ve´rifie si les services IHM ne sont pas en conflit.
Comme perspective, nous envisageons d’e´valuer les per-
formances de l’algorithme. Nous envisageons e´galement
d’e´valuer PLACID comme outil d’aide a` la conception
rapide de mode`le de taˆches.
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Figure 4. Exe´cution de PLACID sur l’exemple applicatif.
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