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ABSTRAKT
Sfida kryesore në projektimin e softuerit është të merremi me ndarjen e shqetësimeve
teknike dhe se si ti menaxhojmë këto shqetësime. Ndarja e shqetësimeve është çelësi për
të mbajtur kontrollin e përgjithshëm përballë problemeve komplekse dhe zgjidhjeve te
një projekti.
Me kalimin e viteve, kërkimi për ndarje më të mirë të shqetësimeve na ka dërguar në
teknologji të ndryshme, ndër të cilat janë teknikat e modulimit siç është programimi i
strukturuar, llojet abstrakte të dhënave dhe orientimi në objekte. Një teknike e re e
programimit të orientuar në aspekti (AOP) është teknika më e shquar për ndarjen e
shqetësimeve.
Përmes kësaj teme sqarohet AOP si teknologji, pesha e saj në zhvillimin e një aplikacioni
si dhe çka mund të arrimë duke e përdorur AOP si paradigme të re të programimit.
Ky punim diskuton konceptin e AOP, domosdoshmërinë që e solli atë, si dhe se si kjo
teknike e programimit siguron rezultate më të mira në cilësinë e kodit dhe efikasitetin e
zhvillimit të softuerit, e gjithë kjo është arritur duke paraqitur të gjitha sfidat me të cilat
përballen zhvilluesit dhe studiuesit kur merren me këtë qasje.
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1

HYRJE

Orientimi ne aspekte si një koncept dhe AOP si teknologji, është shfaqur si përpjekje për
te përmirësuar mënyrën se si ne shkruajmë kod dhe se si modelojmë softuerin. Aspektet
modulojnë shqetësimet që përndryshe do shfaqeshin ne shume pjese (fusha) të një
aplikacionit.
Deri më tani aplikacionet softuerike-industriale kanë shfrytëzuar njërën nga dy
paradigmat e programimit: Programimi i strukturuar ose Programimi i Orientuar ne
Objekte (OOP). OOP është ne një hap evolucionar dhe si e tillë siguron abstraksion më
të mirë për kapsulimin e kodit dhe ri-përdorimin e saj. Meqë OOP është ende një stil
popullor i zhvillimit të softuerit, ekzistojnë disa probleme të cilat janë të vështira për t'u
zgjidhur duke përdorur këtë qasje.
Në 1996, Gregor Kiczales dhe ekipi i tij në Qendrën Kërkimore Palo Alto (PARC),
fillimisht përcaktuan konceptin e aspekti. Edhe pse ky përkufizim në vitin 1996 e bëri
ditëlindjen zyrtare të AOP, si dhe shumë prej ideve themelore të AOP i paraprinë kësaj
date [1].
Ne vazhdim do të diskutohet se si AOP është një zhvillim i rëndësishëm në inxhinierinë
moderne të softuerëve, dhe paraqitet si zgjidhje apo plotësim i OOP.
Në këtë punim do të prezantohet AOP si paradigme e programimit ku qëndron ne
krahasim me metodologjitë e programimit që kemi përdorur deri tani.
Si çdo paradigmë e re e programimit që sjell me vete një grup konceptesh dhe përkufizimesh ashtu
edhe qasja procedurale, me nocionet e modulit dhe procedurës, dhe për qasjen e orientuar nga
objekti, me konceptet e kapsulimit, trashëgimisë dhe polimorfizmit. Pra me ardhjen e një paradigme
të re kemi edhe ndryshimet e nevojshme që e specifikojnë apo e karakterizojnë atë paradigmë apo
metodologji te programimit e tillë ishte edhe me ardhjen e AOP si metodologji e re e programimit.
Nga pikëpamja teknike, struktura e programeve ndryshoi rrënjësisht, ashtu si me paradigmat e
mëparshme, AOP sjell një seri konceptesh të reja në tryezë. Kështu që na duhet ta mësojmë këtë
teknike me mirë. Sidoqoftë, përmirësimet në cilësinë e aplikacioneve dhe rritja e modalitetit që AOP
na mundëson e arsyeton koston e mësimit të koncepteve të reja.
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DEKLARIMI I PROBLEMIT

Në çdo dite ballafaqohemi me kërkesa komplekse të softuerit, mirëpo çfarë mund të bëjë
një zhvillues i softuerit për të menaxhuar kompleksitetin e një softueri?
Zakonisht kemi te bëjmë me softuerë të mëdha e që përveç biznes logjikes duhet të
implementojmë edhe gjëra tjera shtesë në mënyre që sistemi të jetë plotësisht i
përdorshëm e që zakonisht këto pjesë janë më të rëndësishme, dhe i quajmë shqetësime
kryesore sepse ato formojnë funksionalitetin bazë të sistemit, siç është siguria (nuk duhet
të lejojmë që një user me kry një transaksion pa qen i autorizuar), pjesa e
logging(zhvilluesit e softuerit e përdorin për të bërë debug në aplikacion), caching,
monitorimi i përformances etj. Nëse ne vazhdojmë të implementojmë këto pjesë në çdo
metodë që na duhet do të krijonte dy probleme si koklavitja dhe shpërndarja e kodit kështu
që do i pengoj zhvilluesve me ndërhy në pjesën e biznes logjikës dhe kjo nuk është forma
më e mirë e programimit. Ne e dimë që duhet të krijojmë një formë, model sa me të
përshtatshëm që zhvilluesit ta kenë më të lehtë të fokusohen në pjesën e logjikës së
aplikacionit, si dhe të qasen më vonë për ndryshimin e saj. Në këtë rastë edhe nëse
mundohemi me përdorë OOP(Object Oriented Programming) psh. klasa te
delegoj(implementoj)pjesë nga logging ose siguria, nuk është forma më e mirë pasi që ne
prap nuk e kemi menjanuar problemin e kodit të shpërndarë, ne vetëm kemi krijuar
module të reja-na duhet prap në çdo klasë me ndryshu implementimin nëse veq kemi
nevojë me shtu ndonjë veçori(feature) te ardhshëm.
Nëse ndajmë problemin në pjesë më të menaxhueshme, ju keni arritur një mundësi më të
mirë në zbatimin e çdo pjese në menyrë të duhur. Pra modularizimi është zgjidhja.
Pra zgjidhja është një tjetër teknikë Programimi i orientuar ne aspekte(AOP) është një
paradigmë programimi që plotëson programimin e orientuar drejtë objektit (OOP) duke
ndarë shqetësimet e një aplikacioni softueri për të përmirësuar modularizimin.
AOP është teknikë që bazohet në Aspecte, e kjo përfshin shqetesimet cross-cutting (pjesët
shqetësuese te kodit kudo përgjatë aplikacionit), pjesë shqetësuese e kodit zakonisht
d.m.th pjesa logjike-funksionaliteti kështu me fjalë tjera mund të themi që është kodi
bazë(infrastruktura) e nevojshme për të gjithë aplikacionet.
Pra krijo Aspekte në një lokacion dhe aplikoj kudo në bazë të konfigurimit kjo është
zgjidha për të cilën do flasim në këtë teme.
Tri pyetjet që do mundohem ti jap përgjigjeje janë:
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•

Si është anatomia e AOP, sintaksa dhe terminologjitë ?

•

Cila është rëndësia dhe pesha e AOP si paradigme duke u referuar ne OOP sa i
takon shqetësimeve teknike ?

•

Cilat janë përfitimet dhe benefitet qe kemi kur e përdorim AOP ?

3
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SHQYRTIMI I LITERATURËS

Një nga qëllimet kryesore të Inxhinierisë Softuerëve ka qenë gjithmonë arritja e ndarjes
se shqetësimeve SoC. Duke e ndarë secilën nga komponentët e softuerit në njësi të
përcaktuara mirë, në këtë mënyrë shfaqen një numër avantazhesh, si ri-përdorshmëria më
e lartë e kodit, testimi i njësive dhe shumë të tjera. Shfaqja e Programimit të Orientuar në
Objekte (OOP), në krahasim me Programimin e Orientuar Procedural (POP), ishte qartë
një hap përpara në përpjekjen për të arritur të gjitha këto avantazhesh. [2]

Mirëpo edhe këto metoda tradicionale të inxhinierisë softuerike të ofruara deri më tani
nuk janë të përshtatshme për të përballuar vështirësitë e sistemeve aktuale të shpërndara.
Zhvillimi i softuerit të bazuar në komponentë (CBSD) [3] dhe së fundmi, zhvillimi i
programeve të orientuara në Aspekte(AOSD) [4] janë shfaqur me qëllim të përmirësimit
të modularitetit dhe evolucionit të sistemeve duke futur entitete(në rastin tone të quajtura
aspekte) të pavarura dhe të ri përdorshme.
Çdo sistem softuerik mund të konsiderohet një grup zgjidhjesh të problemeve të biznesit.
Një shqetësim apo problem është një pjesë thelbësore e funksionalitetit që i shton vlerë
sistemit dhe kontribuon në qëllimin e përgjithshëm të sistemit.
Kemi disa lloje shqetësimesh që duhet të shqyrtohen kur zhvillohen aplikacionet e mëdha.
Këto shqetësime mund të klasifikohen në dy kategori: shqetësime funksionale, të cilat
merren me logjikën e biznesit të aplikacionit, dhe shqetësimet teknike, të cilat lidhen me
mjedisin ekzekutues (sistemi operativ, rrjeti, etj.). Parimi i njohur si ndarja e shqetësimeve
ka për qëllim zbërthimin dhe ndarjen e secilit shqetësim sa më shumë që të jetë e mundur
për të nxitur modularitetin . Programimi i orientuar drejt objekteve (OOP) ka siguruar një
zgjidhje të mirë për ndarjen e shumë shqetësimeve të biznesit, dhe si rezultat aplikacionet
janë më të ri përdorshme pasi shqetësimet e ndara mund të ripërdoren lehtësisht në disa
aplikacione të ndryshme. Mirëpo, për shqetësimet teknike ose funksionale OOP nuk
mund te jete zgjidhja.
AOP është një metodologji që siguron ndarjen e shqetësimeve (crosscutting concerns)
duke prezantuar një njësi të re të modulimit - një aspekt. [5] Secili aspekt përqendrohet
në një funksionalitet specifik. Klasat kryesore nuk janë më të ngarkuara me shqetësime
ndërprerës, pra brenda klasave nuk kemi te nder-futura pjesën teknike te kodit.
Kompozimi i sistemit duke përdorur AOP behet duke kombinuar klasat thelbësore dhe
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aspektet ndërprerës përmes një procesi të quajtur gërshetim. Kështu, AOP ndihmon në
krijimin e aplikacioneve që janë më të lehtë për t'u hartuar, zbatuar dhe mirëmbajtur.

3.1

Evolucioni i metodologjive të programimit

Inxhinieria softuerike ka bërë një rrugë të gjatë që nga gjuhët e nivelit të makinerive,
programimi procedural e deri te OOP, ne tani merremi me problemet në një nivel shumë
më të lartë se sa kemi bërë disa dekada me herët. Ne nuk shqetësohemi më për udhëzimet
e makinerisë, por përkundrazi e shohim një sistem si një simbiozë të objekteve që ne i
atakojmë në boten reale. Sidoqoftë, edhe me metodologjitë aktuale ekziston një hendek i
mjaft i madh midis njohjes së qëllimeve të sistemit dhe zbatimit të tyre. Metodologjitë
aktuale e bëjnë
dizajnin fillestar të lehtë, zbatimin kompleks dhe pastaj evolucionin te vështirë për tu
menaxhuar. Kjo është ironike duke pasur parasysh botën në të cilën jetojmë, e cila kërkon
një cikël zbatimi më të shpejt. [6]
Nëse i shikojmë metodologjitë e programimit ne një sy evolucionar, programimi
procedural prezanton abstraksionin funksional, OOP prezanton abstraksionin e objektit,
dhe AOP na prezanton me abstraksionin e shqetësimit.
Aktualisht, OOP është metodologjia që ne përdorim për shumicën e projekteve të reja për
zhvillimin e programeve kompjuterike. Fuqia e OOP qëndrojnë në modelimin e çështjeve
të zakonshme. Siç do ta shihni së shpejti, OOP nuk bën një punë të shkëlqyeshme në
adresimin e çështjeve që përfshijnë shumë module, shpesh këto module janë te pa lidhura
ne mes vete dhe krijon ngatërresa të shumta. AOP e plotëson këtë boshllëk. [7]

AOP
( aspects:
extended classes)
OOP
( c lasses)

POP
( o perations only)

Figure 1. Si qëndron lidhja ne mes AOP, OOP dhe POP
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Rëndësia e OOP për zhvillimin e programeve komplekse është e pa mohuese. Sidoqoftë,
ne do të tregojmë se shkrimi i programeve të qarta dhe elegante duke përdorur vetëm
OOP është i pamundur në të paktën dy raste:
•

kur aplikacioni përmban crosscutting funksionalitete(shqetësime teknike që e
ndërprerjen kodin), dhe

•

3.2

kur aplikacioni përfshin shpërndarjen e kodit.

Çfarë është AOP

Programim i orientuar drejt aspektit (AOP), përcakton një paradigmë të re të programimit.
Me fjalën paradigmë, nënkuptojmë një seri parimesh që merret me strukturën dhe
modelimin e programeve dhe, si pasojë, zhvillimin e programeve. Siç sugjeron emri,
programimi i orientuar drejt aspektit prezanton një koncept të ri - atë të aspektit. Disa vite
më parë, programimi i orientuar drejt objektit (OOP) prezantoi konceptin e objektit, i cili
inicio një mënyrë të re për të strukturuar aplikacionet dhe për të shkruar programe. E
njëjta ide vlen për konceptin e aspektit.
Programimi i Orientuar ne Aspekte është një paradigme qe paraqet parimin e ndarjes se
shqetësimeve teknike-ndërprerëse.
Duke lejuar me pak ndërvarësi dhe me shume transparence. [8]Secili aspekt merret me
një shqetësim të veçantë dhe zbatohet nga një lloj qëllimi special. [9]
AOP plotëson OOP duke moduluar shqetësimet (crosscutting concerns-shqetësimet
ndërprerës). Pra zhvillimi i një aplikacionit duke përdorur AOP nuk do thotë qe nuk
përdorim fusha dhe metoda për te shkruar klase, vetëm se AOP shton një dimension te ri
te modularitetit ne kuptimin që këto klasa të plotësohen, duke implementuar shqetësime
që nuk modulohen me efikasitet ne klasat përkatëse.
Programim i orientuar drejt aspektit (AOP), ka treguar potencialin për të përmirësuar
aftësinë e arkitekturës së softuerit për të hartuar modeluar me efikasitet disa shqetësime
tradicionale jo modulare. [10]
Programimi i orientuar në aspekte është një paradigmë që mbështet dy qëllime themelore:
•

Lejon ndarjen e shqetësimeve të përshtatshme duke e përdorur një gjuhë në një
aplikacion.
6

•

Siguron një mekanizëm për përshkrimin e shqetësimeve që e ndërprerjen
komponentët tjera.

AOP është akoma një paradigmë shumë e re dhe duhet ende shumë punë për ta bërë atë
kryesore në rrjedhjen dhe zhvillimin e programeve. Sikurse u deshën rreth 20 vjet që OOP
të bëhej metodologjia mbizotëruese e programimit. [11]
Mirëpo edhe pse AOP është relativisht e re si teknike e programimit, shumë prej
koncepteve themelore janë tashmë mirë te definuar . Çdo paradigmë e re e programimit
sjell me vete një grup konceptesh dhe përkufizimesh. Nga pikëpamja teknike, struktura e
programeve kjo teknike ndryshon rrënjësisht nga teknikat tjera. Ashtu si paradigmat e
mëparshme, AOP sjell një seri konceptesh të reja në tryezë. Sidoqoftë, përmirësimet në
cilësinë e aplikacioneve dhe rritja e modulitetit që AOP e bën i arsyeton mësimin e
koncepteve të reja.
Për të kuptuar dhe menaxhuar një program kompleks, zakonisht e ndajmë atë në nen
programe më të vegjël. Kriteret optimale të ndarjes kanë qenë objekt i studimeve të
shumta - qëllimi i këtyre studimeve është të ndihmojnë zhvilluesit në hartimin, zhvillimin,
mirëmbajtjen dhe evolucionin e softuerit. Kur një program është shkruar me qasjen
procedurale, aplikacioni modulohet sipas veprimeve ose procedurave që duhet të kryhen.
Me qasjen e orientuar nga objekti, nga ana tjetër, modulimi bazohet në të dhënat që duhet
të përfshihen në klasa.
AOP në vete ka dy karakteristika kryesore, kuantifikimin(përcaktimin e sasisë ) dhe
harresën. [12]
Nëse kompleksiteti është problemi, modulimi është zgjidhja. Duke e copëtuar problemin
në pjesë që menaxhohen më lehtë, ju mund të keni një zgjidhje më të mirë në zbatimin e
secilës pjesë. Kur ndesheni me kërkesa të ndërlikuara të programeve kompjuterike, ka të
ngjarë t'i ndani ato në pjesë të shumta siç janë funksionaliteti i biznesit, hyrja e të dhënave
dhe logjika e prezantimit. Ne i quajmë shqetësime secilin prej këtyre funksionaliteteve të
sistemit. Në një sistem bankar, shqetësim mund te jete menaxhimi i klientëve,
menaxhimin e llogarisë dhe menaxhimin e kredisë. Ju gjithashtu mund të keni një zbatim
të qasjes së të dhënave dhe shtresës së uebit. Ne i quajmë këto shqetësime thelbësore
sepse ato formojnë funksionalitetin thelbësor të sistemit. Shqetësime të tjera, të tilla si
siguria, përjashtimet, caching, monitorimi i performancës, kontrolli i konkurrencës dhe
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administrimi i transaksioneve janë shqetësime tenike dhe prekin shumë module
ndërlidhëse. Ne i quajmë këto funksionalitete shqetësime kryesuese (crosscutting
concerns).

Figure 2. Paraqitja në mënyre praktike se çfarë është një cross-cutting concern në
aplikacionet reale

Për shqetësimet thelbësore, programimi i orientuar në objekte (OOP), si metodologjia bën
një punë të mirë. Te tilla ku është zbatuar logjika e biznesit dhe e llogaridhënies zbatimit
të qasjes në të dhëna. Po çfarë për shqetësimet teknike.
A nuk do të ishte mirë nëse do të mund të zbatonit një modul që e identifikoni si siguria,
auditimi ose monitorimi i përformances ? Ju nuk mund ta bëni këtë vetëm me OOP. Në
vend të kësaj, OOP ju detyron të bashkoni zbatimin e këtyre funksionaliteteve në shumë
module. Kjo është ajo ku programimi i orientuar në aspekt (AOP) ndihmon.
AOP është një metodologji që siguron ndarjen e shqetësimeve ndërprerës duke
prezantuar një njësi të re të modulimit - një aspekt. Secili aspekt përqendrohet në një
funksionalitet specifik ndërprerës. Klasat thelbësore nuk janë më të ngarkuara me
shqetësime ndërprerës. Një endës i aspektit kompozon sistemin përfundimtar duke
kombinuar klasat thelbësore dhe
aspektet ndërprerës përmes një procesi të quajtur gërshetim. Kështu, AOP ndihmon në
krijimin e aplikacioneve që janë më të lehtë për t'u hartuar, zbatuar dhe mirëmbajtur. [13]
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3.2.1 Anatomia e një gjuhe AOP
AOP është një metodologji dhe si e tilla për të ekzistuar, ajo duhet të zbatohet, ose
realizohet.
Çdo realizim i AOP përfshin specifikimin e një gjuhe ose një framework-u si dhe mjetet
e tjera.
Sikurse çdo metodologji tjetër e programimit, një implementim i AOP përbëhet nga dy
pjesë:
•

Specifikimi i gjuhës përshkruan konstruktin e gjuhës së përdorur dhe sintaksën
për të shprehur zbatimin e shqetësimeve thelbësore(crosscutting concers).

•

Zbatimi i gjuhës verifikon përputhjen e kodit me specifikimin e gjuhës dhe e
përkthen kodin në një formë të ekzekutueshme. [14]

3.3

Konceptet dhe Terminologjia e AOP

Për të zbatuar një shqetësim duke përdorur AOP, mund të përfshijë shumë nga konceptet
e mëposhtme e qe do i studiojmë gjithë secilën me shembuj nga pjese te konditë te marra
prej modulit qe kam krijuar duke implementuar AOP si paradigmë të programimit:
3.3.1

Shqetësimet Crosscutting

Crosscutting concern është një term që i referohet një pjese të sistemit të ndarë në bazë të
funksionalitetit.
Crosscutting shqetësimet paraqesin funksionalitetin për shqetësimet dytësore te sistemit.
Të cilat janë shqetësim që është i zbatueshëm në të gjithë aplikacionin dhe ndikon në të
gjithë aplikacionin. Te tilla si logging, siguria dhe transferimi i të dhënave (transaksionet)
janë shqetësimet që nevojiten në pothuajse çdo modul të një aplikacioni, prandaj ato janë
shqetësime të mëdha. Në modulin tim kam përdore logging si shqetësim qe shërben dhe
ndihmon ne informimin e zhvilluesve ne përgjithësi. Në fig.2 që është paraqitur më lart
janë të shprehura shqetësimet teknike.
3.3.2

Aspects

Aspekti është një strukturë analoge me një klasë ne Java që përmbledh pointcuts dhe
advice në një vend. Gjithashtu përmbajnë të dhëna që mund të përdoren nga advice.
Aspektet krijohen në të njëjtën mënyrë si klasat dhe lejojnë përfshirjen e plotë të kodit në
lidhje me një shqetësim të veçantë [15]. Një aspekt është një modul që mbërthen një
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shqetësim teknik ose që e quajmë ndryshe shqetësime teknike dhe është i përbërë nga
pointcuts dhe advice. Kapja e një aspekti behet përmes nga një Join point-i( një pike ne
rrjedhjen e ekzekutimit), e definuar përbrenda një pointcut (një grup i joinpoints).
Këtu është një shembull i aspektit:
1.
2.
3.
4.
5.
6.
7.
8.
9.
10.
11.
12.
13.
14.

@Aspect
@Component
public class LoggingAspect {
private final Logger log = LoggerFactory.getLogger(this.getClass());

/**
* Run before the method execution.
* @param joinPoint
*/
@Before("execution(* aop.article.service.ArticleService.addArticle(..))")
public void logBefore(JoinPoint joinPoint) {
log.debug("logBefore running .....");
log.debug("Enter: {}() with argument[s] = {}",
joinPoint.getSignature().getDeclaringTypeName(),
15. joinPoint.getSignature().getName(), Arrays.toString(joinPoint.getArgs()));
16.
17. }
18. ...

LoggingAspect është një objekt që zbaton një shqetësim në lidhje me metodën
logBefore(). I gjithë funksionaliteti i kërkuar për këtë shqetësim është i përfshirë në
strukturën e tij. Ketë aspekt do ta paraqesim të plote ne kapitullin e fundit.

3.3.3

Join Points

Join Points është një pike qe e informon një advice te caktuar se cila metode, konstruktor
ose trajtim i përjashtimeve është duke u ekzekutuar. [15] Pra e mban një gjurmë se çka
është duke u ekzekutuar ne atë moment kështu qe mund te kemi te dhëna me specifike
shembull ‘joinPoint.getSignature().getName()’ mund ta kemi printuar emrin e metodës
që eshte duke u ekzekutuar. Me poshtë është shembulli i një metode qe ka ne vete një Join
Point.

1. @After("execution(* aop.article.service.ArticleService.addArticle(..))")
2. public void logAfter(JoinPoint joinPoint) {
3. log.debug("logAfter running .....");
4. log.debug("Enter: {}() with argument[s] = {}",
joinPoint.getSignature().getDeclaringTypeName(),
5. joinPoint.getSignature().getName(), Arrays.toString(joinPoint.getArgs()));
6. }
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3.3.4

Pointcuts

Pointcuts është një shprehje qe e determinon se cilën metode, konstruktorë ta ndërpresë
për te vazhduar me specifikimin ne advide. Pra pointcuts është ajo lidhja se si një metode
normale komunikon me një advice për tu implementu funksionalitetin. Një pointcuts
mund te behet edhe përmes @Pointcute shënimit, dhe pastaj ta ripërdorim sipas nevoje.
E gjitha çka përmbana një pointcute është mënyra për me thirr metodën konstruktorin
përmes emrit te kasës pra ku ndodhet si dhe emrit të metodes, dhe pastaj për ta
implementuar ketë pointcut munde ta thirrim ketë pointcut përmes emrit te metodës.
Thirrja e një metode mund të behet thjesht me emrin e metodës ose edhe përmes
wildcards.
1.
2.
3.
4.
5.
6.
7.
8.
9.
10.
11.

@Pointcut("within(@aop.article.service.ArticleService *)")
public void serviceClassMethods() {}
/**
* Run before the method execution.
*
* @param joinPoint
*/
@Before("serviceClassMethods()")
public void logBefore(JoinPoint joinPoint) {
log.debug("logBefore running .....");
log.debug("Enter: {}() with argument[s] = {}",
joinPoint.getSignature().getDeclaringTypeName(),
12. joinPoint.getSignature().getName(), Arrays.toString(joinPoint.getArgs()));
13.
14. }

3.3.5

Advice

Në shumicën e specifikimeve të AOP, advice kodi mund të ekzekutohet në tre vende të
ndryshme kur një pikë bashkimi përputhet: para, rreth dhe pas. Ne shembullin paraprak
është paraqitur një advice ku nuk është tjetër veç se një metode qe pa poitcute për me qen
e informuar kur duhet te ekzekutohet (pra funksionon si thirrjen e një metode).
Duke u bazuar në strategjinë e ekzekutimit të një advice, kemi këto lloje :
Before Advice- ky advice ekzekutohet para ekzekutimit të një join point metode. Ne e
përdorim shënimin @Before për ta specifikuar si një advice të tillë.
After Advice- është një advice që ekzekutohet pasi një join point metode e përfundon
ekzekutimin, përdorim shënimin @After para një advice-metode.
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After Returning Advice- Kemi një advice dhe kur një join point metode ekzekutohet
normalisht, e përdorim ketë lloje te advice shënimi për ketë është @AfterReturning.
After Throwing Advice - Nganjëherë na duhet qe një advice me u ekzekutuar vetëm nëse
një join point metode gjanë një excpetion (përjashtim), shënimi @AfterThrowing na
mundëson këtë gjë .
Around Advice- Kjo është njëra nder advice-metode më rëndësishme dhe me i fuqishëm
se advices tjera. Ky advice e rrethon një join point metode, si dhe ne mund të zgjedhim
nëse dëshirojmë ta ekzekutojmë join point metodën ose jo. Ne gjithashtu mund te
zgjedhim nëse shkruajmë kode qe ekzekutohet para dhe pas ekzekutimit të join point
metode. E përdorim @Around para një advice të caktuar për të krijuar një të tillë. [16] Të
gjitha këto lloje te advices i kam përdorur ne modulin e zhvilluar më poshtë.

Ne vazhdim është paraqitur hierarkia e llojeve të advices që i diskutuam më lartë

Figure 3. Hierarkia e llojeve të ndryshme të Advices

3.3.6

Target Object

Target Objects janë objektet në të cilën advices aplikohen. Spring AOP është
implementuar duke përdorur proxies në kohën e ekzekutimit, në këtë mënyre objekti është
gjithmonë një proxy objekt.
3.3.7

AOP Proxy

Modeli i AOP i bazuar në Proxy është shume me rendësi për ta sqaruar sepse në ketë
mënyre e kuptojmë se si aspektet shtohen ne target object ose kodin origjinal, pra me fjale
të tjera do e sqarojmë se si Spring AOP funksionon në të vërtete.
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Spring AOP implementimi përdor JDK Proxy dinamike për të krijuar Proxy klasa me
target klasa dhe advice thirrje, këto thirren AOP Proxy klasa.
Në figurën me poshtë e kemi një origjinal objekt pa AOP dhe një advice, Spring-u e krijon
një Proxy te objektit origjinal, ky Proxy është i njëjte si objekti ka metodat e njëjta si dhe
është njohur për Spring si bean sikurse objekti origjinal. Në këtë raste nëse përdore
container spring dependecy injection, do te mund ta përdorim objektin Proxy në vend te
objektit origjinal.
Janë dy mënyra se si jan te implementuar proxies :
Dinamik proxies -kjo eshte veçori e JDK përdoret vetvetiu nëse target objekti
implementohet interface.
CGLIB – implementohet kur target objekti nuk përdor interface, funksionon duke
përdorur sub-klasa.

Figure 4. Dy mënyrat se si implementohen proxy objektet në Spring AOP
dhe si rrjedh ky procese

3.3.8

Weaving

Një AOP aplikacion përmban një numër te madh te klasave dhe një ose me shume
aspekte. Operacioni qe merr klasat dhe aspektet si hyrje dhe formon një aplikacion qe
integron funksionalitetin e klasave dhe te aspekteve është e njohur si aspect weaving.
Weaving është procesi i lidhjes se një aspekti me objektet tjera për ta krijuar advice Proxy
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objektin. Kjo mundet me ndodh në kohen e kompilimit, gjate kohës së ngarkimit ose
gjatë.

3.3.8.1 Weaving në kohen e Kompilimit
Weaver është një program qe, para çdo ekzekutimi, përgatitë një kod te aplikacionit në të
cilin klasat janë të zgjeruara nga aspektet. AspectJ është rasti me i mirë weaving ne kohen
e kompilimit, që do ta shqyrtojmë më poshtë.
Weaving ne kohen e kompilimit shpesh i referohemi si një aspekt kompilues ose thjesht
kompilim.
Gjuhët e orientuara në objekte e till si Java, aplikacionet kompilohen në bytecode . Kur
ne përdorim weaving në këto aplikacione mund të parashikojmë dy zgjidhje: weaving
aspektin me kodin burimor (source code) ose weaving një aspekt me bytecode.Bytecode
weaving është më i zakonshëm se source code weaving. Një bytecode weaver është
përgjithësisht më i thjeshtë për t'u programuar. Struktura dhe gramatika e një source kodi
ne gjuhen si Java është shume me komplekse se sa bytecode i saj.
Bytecodi është pra më i thjeshtë për tu analizuar.Si rrjedhim i kësaj thjeshtësie
përformanca e një bytecode weaver shumicën e kohës është më superiore se sa source
kodi. Ndërsa nga një kopilë-kohe weaver mund të kemi bytecode ose source kod.
Sidoqoftë, në rastin e gërshetimit (weaving) të bytecode, prodhimi është gjithmonë
bytecode.
Avantazhi i gjenerimit të kodit burimor është se ai mund të lexohet lehtësisht nga një
programues, i cili më pas mund të studiojë procesin e gërshetimit dhe të kuptojë se çfarë
ka bërë weaver.
Disavantazhi i gjenerimit të kodit burimor është se ky kod duhet që më pas të përpilohet
në bytecode, i cili ngadalëson zinxhirin e përpilimit të kodit.
Në shumë raste, preferohen strategjitë e weaving më të shpejtë. Kjo është arsyeja pse
versionet e hershme të AspectJ gjeneron kodin burimor, por versionet 1.1 dhe më vonë
gjenerojnë bytecode.
Me weaving në kohë përpilimi, aspektet i shtohen kodit të aplikacionit. Kur ekzekutohet,
ky kod i ri nuk bën asnjë dallim midis kodit origjinal dhe kodit që vjen nga aspektet.
Weaving thuhet kështu se është statike. Për të hequr ose shtuar një aspekt, nevojitet një
rishikim total i aplikacionit.
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3.3.8.2 Weaving në kohen e Ekzekutimit
Me gërshetimin në kohën e ekzekutimit, dallimi në mes objekteve të aplikacionit si dhe
aspekteve përcaktohet qartë gjatë ekzekutimit. Një weaver në kohën e ekzekutimit është
një program që është në gjendje të orkestrojë ekzekutimin e këtyre dy llojeve të entiteteve.
Me fjalë të tjera, weaver ekzekuton ose kodin e aplikacionit ose kodin e aspektit, në varësi
të direktivave të përcaktuara të gërshetimit. Procesi i gërshetimit të aspekteve ne kohën e
ekzekutimit mund të krahasohet me mbajtjen e një marrëdhënie midis grupit të objekteve
dhe një sërë instancash të aspektit.
Një objekt aplikacioni që është i lidhur me një shembull aspekti është i aspektizuar nga
ky aspekt. Një shembull aspekt mund të jetë i lidhur me disa objekte të aplikacionit
(aspekti përshkon disa lokacione të aplikacionit) dhe, anasjelltas, një objekt aplikacioni
mund të jetë i lidhur në disa raste aspektesh (më shumë se një aspekt vlen për të njëjtin
vendndodhje).
Avantazhi i gërshetimit ne kohën e ekzekutimit është se marrëdhëniet midis objekteve
dhe aspekteve mund të menaxhohen dinamikisht.
Duke shtuar ose hequr një lidhje, mund të gërshetoj ose të mos ta gërshetoj një shqetësim
ndonëse aplikacioni po funksionon. Kjo cilësi dinamike është veçanërisht e dobishme për
aplikacione, siç janë serverët në internet, që duhet të jenë shumë të disponueshëm dhe që
nuk mund të ndalen për korniza kohore të gjata.
Të gjithë elementët e kodit që mund të përshtaten në kohën e funksionimit janë
modifikuar për të futur grepa. Një goditje është një copë kodi që ridrejton rrjedhën e
ekzekutimit të aplikacionit drejt një aspekti. Grilat futen në fillimet e metodave, për
shembull, ose pak para thirrjeve të metodës. Llojet e vendeve ku mund të futen grepa
varen nga endësi. Vini re se grepa nuk janë domosdoshmërisht vendet ku aplikohen
aspektet por vendet ku zbatohen aspektet potencialisht. Në mesin e të gjitha prizave të
futura nga një endës i një kohe pune, vetëm një nëntë e zgjedhur do të ridrejtojë rrjedhën
e ekzekutimit drejt një aspekti. Programuesi i aspektit vendos se cilat goditje kryejnë në
mënyrë efektive këtë ri drejtim.
Në shumicën e rasteve, weavers në kohë të ekzekutimit transformojnë kodin e
aplikacionit ose kodin e tij bytecode para se ta ekzekutojnë atë. Qëllimi i këtij adaptimi
është që klasa të jetë e gatshme për gërshetim në kohën e ekzekutimit.
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Në vend që të përdorni një endës për të shndërruar kodin e aplikacionit, ju mund të
përfitoni nga një zgjidhje alternative që konsiston në drejtimin e aplikacionit në një
mënyrë mbikëqyrëse. Kjo teknikë është e ngjashme me drejtimin e aplikacionit në një
debugger në atë që sa herë që ekzekutimi arrin një vend ku aplikohet një aspekt,
mbikëqyrësi ndërpret rrjedhën normale të ekzekutimit dhe drejton aspektin. Avantazhi i
kësaj teknike është se e lë aplikacionin të lirë nga çdo transformim. Disavantazhi është se
mënyra e mbikëqyrjes paraqet një kosto që ngadalëson ekzekutimin e aplikacionit.
Nocioni i grepave që futen nga një endës i një kohe të rrjedhës është i lidhur ngushtë me
nocionin e pikës së bashkimit, i cili është paraqitur në pjesën tjetër.
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4

METODOLGJIA

Për të bërë zgjidhjen e problemeve dhe për të shtjelluar çeshtjete të cilat janë deklaruar
më lartë, duhet të përdoret një metodologji e duhur e hulumtimit e cila do të na ofroj
rezultate të mira ose të sakta. Fillimisht është bërë një shqyrtim i literaturës ku mund të
njoftohemi me AOP si paradigme e programimit, cila është detyra e saj, ku qendron ne
krahasim me paradigmat paraprake që i kemi perdorur deri tani, disa metoda dhe teknika
të cilat përdoren për zgjidhje të ndryshme të problemeve, pastaj kemi marr dhe shqyrtuar
anatomin e AOP, për këto informacione janë marrë të dhëna të ndryshme duke bërë
hulumtime të shumta përmes internetit si përshembull: në libra, gjithashtu kam shqyrtuar
disa tema të diplomës dhe artikuj si dhe projekte të ndryshme të cilat lidhen me këtë
teknologji të avancuara dhe mjaft komplekse.
Per te ardh deri te konkluzioni kam punuar ne nje mini-sistem (modul te vetem)
me qëllim te arritjes së shtjellimit të problemit pse na sherben AOP për të përmisuar
mënyren se si shkruajm kode, si e zgjidh kete problem dhe cilat jan benefitet. Ky modul
më ka ndihmuar mjaftë shume ne plotesimin e temes.
Punimi në vete përmban shtjellim të gjërë të koncepteve të AOP duke shfrytëzuar
mjaftueshëm burime të ndryshme të informacionit.
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5

REZULTATET

Për të kuptuar pse kemi nevojë për AOP do shikojmë se si menaxhohen shqetësime të
ndryshme pa AOP. Për te krijuar një pasqyre me te qarte mbi ketë jam munduar qe ta
paraqes me shembull real.
Kam realizuar një modul duke përdorë gjuhen programuese JAVA, fillimisht jam mundu
që me paraqite se si do ishte sistemi kur nuk përdorim AOP dhe pastaj kam paraqitur te
gjithë modulin duke përdorur Spring AOP si paradigme te programimit .

Janë disa arsye që e bëjnë logging si shqetësim të përshtatshëm për ta sqaruar përdorimin
e AOP si paradigme të programimit.
Shumica e sistemeve softuerike shkruajnë rreth veprimeve të tyre në log file (skedar), kjo
i ndihmon shumë zhvilluesve te softuerit për të bërë debug në aplikacion. Për shkak të
natyrës së tij, kodi për të implementuar logging shpërndahet edhe nëse përdoret një
arkitekture e mirë. Përveç kësaj, logs janë diçka që tenton të ndryshojë shpesh.

5.1

Kufizimet e OOP

Zakonisht në aplikacione reale kemi shume module që duhet ti zhvillojmë, ku përveç
pjesës së biznes logjikes kemi edhe shqetësime teknike që duhet të përfshihen e që
zakonisht janë pjesë mjaft të rëndësishme e kodit. Këto pjesë futen në të njëjtat klase me
pjesën e biznes logjikes këto shkëputje te kodit quhen shqetësimet themelore.
Kur ne krijojmë një sistem të gjithë kodin e nevojshëm për secilin shqetësim ndërprerës
ndodhet ne secilin modul përkatësisht ne secilën metode varësisht prej implementimit.
Ne figurën.5 e kam paraqitur ndarjen e modulit te sistemit ne paketa si dhe ne klasa te
veçanta ku secila prej tyre shqyrton disa shqetësime qe janë përgjatë te gjithë sistemit.
Si shqetësime teknike kemi marr Logging për me pas një pasqyre te qarte gjate kohës se
zhvillimit(e nevojshme për zhvilluesit) përgjatë te gjithë sistemit pastaj Transactions për
te menaxhuar te gjitha transaksionet e nevojshme si dhe Exception Handle për te gjitha
trajtimin e përjashtimeve.
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Figure 5. Arkitektura e një sistemit relativisht të vogël, e ndare ne layer të
ndryshme dhe në klasa

Në vazhdim, kemi një pjesë të kodit ku mund të shikojmë më mirë si shfaqen pjesët
shqetesimet teknike apo cross-cutting concerns në një implementim të zakonshëm duke
përdorur OOP si paradigme të programimit. Duket qarte se kjo klase shqyrton shumë
shqetësime apo probleme në të njëjtën kohe gjë që nuk duhet të ishte.
Ne njërin prej klasave si rast studim e kemi marr një metodë qe i duhet te implementoj
disa shqetësime, përveç kodit te biznes logjikes.
1. public void businessMethod(){
2. // log
3. logger.trace("entering...");
4. //security -> checking if a user is logged in first
5. final Authentication authentication =
SecurityContextHolder.getContext().getAu thentication();
6. return null != authentication &&
!("anonymousUser").equals(authentication.getName());
7.
8. //transaction -> beginTransaction();
9. Transaction transaction=null;
10. Session session = HibernateUtil.getSession();
11. try{
12. transaction = session.beginTransaction();
13. // Bussiness Logic
14.
15. }catch(RuntimeException ex){
16. //exception handling

19

17.
18.
19.
20.
21.
22.
23.
24.
25.
26.
27.

logger.error("exception..." , ex);
transaction.setRollbackOnly();
throw ex;
}
//transaction -> commit
transaction.commit();
// log
logger.trace("exiting...");
}

Një gjë e tille është e zakonshme përderisa AOP nuk përdoret ne aplikacion, rastet ku
shqetësime te tilla paraqiten janë te pranishme çdo herë. Pavarësisht asaj qe OOP na lejon
zhvillimin e këtyre pjesëve ne ndonjë klase tjetër dhe pastaj ti thirrin këto metoda mirëpo
ne prape në metode kemi fute pjese tjera përveç biznes logjikes, pra ndarjen ne klasa tjera
na ofron OOP, (nuk do kemi një sasi te madhe te kodit ne një metode) mirëpo përsëri na
duhet ta ndryshojmë kodin te çdo klase nëse veç kemi ndonjë ndryshim.

5.2

Përzierje e kodit

Nëse e analizojmë pjesën e kodit me larte na tregon se si përzierja e kodit është një
problem i zakonshëm me të cilin përballemi gjate zhvillimit. Një zbatim i tillë thyen
gjithashtu Parimin e një Përgjegjësie për një klasë të vetme (SRP- Single Responsibility
principle)

duke

e

bërë

klasën

përgjegjëse

për

zbatimin

e

shqetësimeve

thelbësore(crosscutting concerns) si ne rastin me larte ku ne një metode te vetme përveç
biznes logjikes kemi futur edhe disa shqetësime teknike te nevojshme për rastin e caktuar.
Nëse keni nevojë për të ndryshuar thirrjen e kodit në lidhje me shqetësimet ndërprerësteknike(crosscutting concerns), ju duhet të ndryshoni çdo klasë që përfshin një thirrje të
tillë. Duke vepruar kështu prishet parimi Hapur për zgjerim, por të mbyllura për
modifikime (Open / Close). Pasoja e përgjithshme është një kosto më e lartë e zbatimit të
veçorive dhe rregullimit të gabimeve.
E gjitha kjo krijon një koklavitje duke e vështirësuar punën e një zhvilluesi të softuerit
për tu qasur ne biznes logjikes dhe për te intervenuar pasi qe metodat janë te ngarkuara
me shume shqetësime teknike. Një gjë e tillë pa dyshim qe ndikon ne performancen e
zhvillimit.
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5.3

Shpërndarja e kodit

Kur fillojmë me krijimin e një aplikacioni sa do i vogël ose i madh qe te jete, ne vete
duhet te ketë një unitet. Me fjale te tjera na duhet te kemi një lidhje, kontinuitet në të
gjithë aplikacionin. Pra nëse përdorim logger si shqetësim teknik ne duhet ta përfshijmë
atë ne te gjitha metodat, klasat dhe ne te gjitha paketat.
Një gjë e tille pavarësisht qe është praktike e mirë e zhvillimit dhe nganjëherë e
domosdoshme krijon shpërndarje te mëdha te kodit, dhe tani kemi problem ne
menaxhimin e tij.
Ndarja e kodeve dhe shpërndarja e kodeve së bashku, ndikojnë në krijimin dhe zhvillimin
e softuerit në shumë mënyra: gjurmim i dobët i një problemi, prodhueshmëri më e ulët,
ripërdorim më i ulët i kodeve, cilësi e dobët dhe evolucion i vështirë. Të gjitha këto
probleme na çojnë të kërkojmë qasje më të mira në arkitekturë, dizajn dhe zbatim.
Programimi i orientuar në aspekt është një zgjidhje e zbatueshme e të cilën to ta paraqesim
më poshtë.

5.4

Implementimi i AOP ne një modul real

Ne vazhdim shembullin e njëjte e kam vazhduar duke e implementuar AOP si paradigme
te programimit dhe përmes këtij shembulli te paraqes drejtpërdrejt nevojën e përdorimit
te AOP.
Ideja është që në vend ti kemi secilin shqetësim ne çdo metode dhe klase te aplikacionit,
AOP na mundëson qe ne ti ndajmë apo organizojmë shqetësimet ne Aspekte. Ta kemi një
vend ku merremi me transaksione, përjashtime, apo pjesa e sigurisë ne vazhdim do e
paraqes një shqetësime teknik qe kam përdorur për sistemin dhe se si përdoret ne te gjithë
sistemin.
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Figure 6. Struktura e të njëjtit sistem, e paraqitur në rastin kur kemi përdorur AOP si paradigme
të programimit

E gjithë kjo shpie qe në klasat tona kodi përbrenda metodave të jete i pastër dhe lehte i
qasshëm për ndryshim pasi tani kemi qasje vetëm ne biznes logjike.

Figure 7.Shembulli specifik i një metode pasi ta përdorim AOP, ajo çfarë përpiqemi të arrimë
duke përdorur AOP
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5.4.1 Spring AOP, AspectJ Dependencies
Spring framework në vete siguron mbështetje AOP mirëpo meqë jemi duke përdorur
AspectJ për konfigurime, aspekte dhe advice duhet ti përfshijmë ne pom.xml file-in.

1.
2.
3.
4.
5.
6.
7.
8.
9.
10.
11.
12.
13.
14.
15.
16.
17.
18.
19.
20.
21.
22.
23.
24.
25.
26.
27.
28.
29.
30.
31.
32.
33.
34.
35.
36.
37.
38.
39.
40.
41.
42.
43.
44.

<!-- Generic properties -->
<properties>
<java.version>13</java.version>
<aspectj.version>1.6.8</aspectj.version>
<log4j.version>1.2.14</log4j.version>
<slf4j.version>1.6.1</slf4j.version>
</properties>
<dependencies>
<dependency>
<groupId>org.projectlombok</groupId>
<artifactId>lombok</artifactId>
<optional>true</optional>
</dependency>
<!-- Spring -->
...
<!-- AOP -->
<dependency>
<groupId>org.springframework</groupId>
<artifactId>spring-aop</artifactId>
<version>${org.springframework.version}</version>
</dependency>
<dependency>
<groupId>org.aspectj</groupId>
<artifactId>aspectjweaver</artifactId>
<version>${aspectj.version}</version>
</dependency>
<!-- Logging -->
<dependency>
<groupId>log4j</groupId>
<artifactId>log4j</artifactId>
<version>${log4j.version}</version>
</dependency>
<dependency>
<groupId>org.slf4j</groupId>
<artifactId>slf4j-log4j12</artifactId>
<version>${slf4j.version}</version>
</dependency>
</dependencies>

</project>

Në vazhdim është kodi për modelin Article që e kam përdorur për rast studimi.
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1.
2.
3.
4.
5.
6.
7.
8.
9.
10.
11.
12.
13.
14.
15.
16.
17.
18.
19.
20.
21.
22.
23.
24.
25.
26.
27.
28.
29.
30.
31.
32.
33.
34.
35.
36.
37.
38.
39.
40.
41.
42.
43.
44.
45.
46.
47.
48.
49.
50.
51.
52.
53.
54.
55.
56.
57.
58.
59.
60.
61.
62.
63.

package aop.article.model;
import
import
import
import
import
import

javax.persistence.Column;
javax.persistence.Entity;
javax.persistence.GeneratedValue;
javax.persistence.GenerationType;
javax.persistence.Id;
javax.persistence.Table;

@Entity
@Table(name = "Articles")
public class Article {
private
private
private
private

long id;
String firstName;
String lastName;
String emailId;

public Article() {
}
public Article(String firstName, String lastName, String emailId) {
this.firstName = firstName;
this.lastName = lastName;
this.emailId = emailId;
}
@Id
@GeneratedValue(strategy = GenerationType.AUTO)
public long getId() {
return id;
}
public void setId(long id) {
this.id = id;
}
@Column(name = "first_name", nullable = false)
public String getFirstName() {
return firstName;
}
public void setFirstName(String firstName) {
this.firstName = firstName;
}
@Column(name = "last_name", nullable = false)
public String getLastName() {
return lastName;
}
public void setLastName(String lastName) {
this.lastName = lastName;
}
@Column(name = "email_address", nullable = false)
public String getEmailId() {
return emailId;
}
public void setEmailId(String emailId) {
this.emailId = emailId;
}
@Override
public String toString() {
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64. return "Article [id=" + id + ", firstName=" + firstName + ", lastName=" +
lastName + ", emailId=" + emailId
65. + "]";
66. }
67.
68. }

Kam implementuar logging për te gjithë sistemin. Fillimisht e kam paraqitur aspektin për
logging. Pra AOP na ofron mundësin qe shqetësimet e njëjta ne ketë rast logging ti
paraqesim ne një vend te vetëm te quajtur aspekte. AOP përdor një aspekt për te
implementuar një shqetësim ne fakt një aspekt nuk është asgjë tjetër përves se një klase e
cila është e shënuar me @Aspect mbi deklarimin e klasës. Ne vazhdim kam krijuar
metodat varësisht prej nevojës, jam mundu qe me i paraqite të gjitha llojet e advice qe i
kemi diskutuar me pare.

1.
2.
3.
4.
5.
6.
7.
8.
9.
10.
11.
12.
13.
14.
15.
16.
17.
18.
19.
20.
21.
22.
23.
24.
25.
26.
27.
28.
29.
30.
31.
32.
33.
34.
35.
36.
37.

package aop.article.aspect;
import java.util.Arrays;
import
import
import
import
import
import
import
import
import
import
import

org.aspectj.lang.JoinPoint;
org.aspectj.lang.ProceedingJoinPoint;
org.aspectj.lang.annotation.After;
org.aspectj.lang.annotation.AfterReturning;
org.aspectj.lang.annotation.AfterThrowing;
org.aspectj.lang.annotation.Around;
org.aspectj.lang.annotation.Aspect;
org.aspectj.lang.annotation.Before;
org.slf4j.Logger;
org.slf4j.LoggerFactory;
org.springframework.stereotype.Component;

/**
* Aspect for logging execution.
*
*
*/
@Aspect
@Component
public class LoggingAspect {
private final Logger log = LoggerFactory.getLogger(this.getClass());
@Befor("execution(* *.get*(..))")
public void befor(){
logger.info("Entring method");
}
/**
* Run before the method execution.
* @param joinPoint
*/
@Before("execution(* aop.article.service.ArticleService.addArticle(..))")
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39.
40.
41.
42.
43.
44.
45.
46.
47.
48.
49.
50.
51.
52.
53.
54.
55.
56.
57.
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59.
60.
61.
62.
63.
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65.
66.
67.
68.
69.
70.
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74.
75.
76.
77.
78.
79.
80.
81.
82.
83.
84.
85.
86.
87.
88.
89.
90.
91.
92.
93.
94.
95.
96.
97.
98.
99.

public void logBefore(JoinPoint joinPoint) {
log.debug("logBefore running .....");
log.debug("Enter: {}() with argument[s] = {}", joinPoint.getSignature()
.getDeclaringTypeName(),
joinPoint.getSignature().getName(), Arrays.toString(joinPoint.getArgs()));
}
/**
* Run after the method returned a result.
* @param joinPoint
*/
@After("execution(* aop.article.service.ArticleService.addArticle(..))")
public void logAfter(JoinPoint joinPoint) {
log.debug("logAfter running .....");
log.debug("Enter: {}() with argument[s] = {}", joinPoint.getSignature()
.getDeclaringTypeName(),
joinPoint.getSignature().getName(), Arrays.toString(joinPoint.getArgs()));
}
/**
* Run after the method returned a result, intercept the returned result as
well.
* @param joinPoint
* @param result
*/
@AfterReturning(pointcut = "execution(* aop.article.service.ArticleService
.deleteArticle(..))", returning = "result")
public void logAfterReturning(JoinPoint joinPoint, Object result) {
log.debug("logAfterReturning running .....");
log.debug("Enter: {}() with argument[s] = {}", joinPoint.getSignature()
.getDeclaringTypeName(),
joinPoint.getSignature().getName(), Arrays.toString(joinPoint.getArgs()));
}
/**
* Run around the method execution.
* @param joinPoint
* @return
* @throws Throwable
*/
@Around("execution(* aop.article.service.ArticleService.getArticleById(..))")
public Object logAround(ProceedingJoinPoint joinPoint) throws Throwable {
log.debug("logAround running .....");
if (log.isDebugEnabled()) {
log.debug("Enter: {}.{}() with argument[s] = {}",
joinPoint.getSignature().getDeclaringTypeName(),
joinPoint.getSignature().getName(), Arrays.toString(joinPoint.getArgs()));
}
try {
Object result = joinPoint.proceed();
if (log.isDebugEnabled()) {
log.debug("Exit: {}.{}() with result = {}",
joinPoint.getSignature().getDeclaringTypeName(),
joinPoint.getSignature().getName(), result);
}
return result;
} catch (IllegalArgumentException e) {
log.error("Illegal argument: {} in {}.{}()",
Arrays.toString(joinPoint.getArgs()),
joinPoint.getSignature().getDeclaringTypeName(),
joinPoint.getSignature().getName());
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105.
106.
107.
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109.
110.
111.
112.
113.
114.
115.
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119.
120.
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123.
124.
125.
126.

throw e;
}
}
/**
* Advice that logs methods throwing exceptions.
*
* @param joinPoint join point for advice
* @param e exception
*/
@AfterThrowing(pointcut = "execution(* aop.article.service
.ArticleService.updateArticle(..))", throwing = "error")
public void logAfterThrowing(JoinPoint joinPoint, Throwable error) {
log.debug("logAfterThrowing running .....");
log.error("Exception in {}.{}() with cause = {}",
joinPoint.getSignature().getDeclaringTypeName(),
joinPoint.getSignature().getName(),
error.getCause() != null ? error.getCause() : "NULL");
}
@AfterReturning("excution(public * *.print())")
public void loggingAdvicePrint(){
logger.warning("A print method has been called");
}
}

Ne vend qe ne te fusim pjesën për logging në metoda ku dëshirojmë ta implementojm ne
thjeshtë i largojmë të gjitha këto pjesë dhe i vendosim ne aspekte specifike për ketë
shqetësim dhe përmes një advice te specifikuar për atë metode ajo e kryen te gjithë punën,
e gjithë kjo duke larguar “kodin e pa nevojshëm ” e duke mundësuar qasjen e lehte ne
kodin e biznes logjikes.

1.
2.
3.
4.
5.
6.
7.
8.
9.
10.
11.
12.
13.
14.
15.
16.
17.

@Slf4j
@Service
public class ArticleService {

@Autowired
private static ArticleRepository articleRepository;
public ArticleService(ArticleRepository articleRepository) {
this.articleRepository=articleRepository;
}
public static Article getArticles(int id) {
log.debug("Call method getArticles with id : " + id);
Article article;
try{
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18.
19.
20.
21.
22.
23.
24.
25.

article = articleRepository.findAll(id);
}catch (Exception e){
throw new RuntimeException(e);
}
log.debug("Article info: " + article.toString());
return article;
}
}

Më poshtë shihet qarte se si një gjë e tille e përmirëson kodin ne sasi pasi qe tani kemi
vetëm një rresht kod si dhe ne cilësi, pasi që një zhvillues ka me te lehet të qaset në biznes
logjike për ndryshim të nevojshëm por gjithashtu në rast qe na duhet te ndërhymë diçka
ne një shqetësim teknike në ketë rast ne logs ne do bëjmë ndryshimin në një klase (aspekt)
dhe pastaj ai ndryshim do të implementohet në te gjithë sistemin nëse është e nevojshme.

1.
2.
3.
4.
5.
6.
7.
8.
9.
10.
11.
12.
13.
14.

/**
* Article Service
*
*/
@Service
public class ArticleService {
@Autowired
private ArticleRepository articleRepository;
public List<Article> getArticles(Integer id){
return articleRepository.getAllById(id);
}
}
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6

KONKLUZION

Programimit i orientuar në aspekte që kontribuon në zgjidhjen e problemeve të
përmendura për OOP, kështu që dikush mund të pyesë nëse do të zëvendësojë
metodologjitë që njohim sot. AOP është një paradigmë shumë e rëndësishme, i mundëson
zhvilluesve që të lëvizin funksionet mbështetëse të shpërqendrimit larg kodit parësor. Nuk
ka rrezik për mospërputhje pasi një modifikim i kodit të aspektit do të zbatohet kudo që
përdoret aspekti. Ruajtja është përmirësuar pasi ndryshimet duhet të kryhen vetëm në një
vend. Në këtë mënyrë, zëvendësoni gjithçka që ne përdorim sot, në të njëjtën mënyrë si
OOP që nuk e zëvendëson procedurën; dhe programimi funksional. Ata janë një pjesë e
OOP dhe kështu do të jetë OOP në AOP pra është vetëm plotësim.
Një ndër qëllimet kryesore të kësaj teme ishte sqarimi i AOP si paradigm e programimit.
AOP është një qasje e programimit që synon të zgjidhë shqetësimet teknike duke ofruar
modulim më të mirë të kodit. Ky punim paraqet një përmbledhje të shkurtër të AOP, duke
filluar me përkufizimet e tij dhe përdorimet e kesaj paradigme ne sistemet softuerike.
Pastaj mundohem të thekesoj nevojat që quan në prezantimin e AOP. Ketu kam
permbledhur te gjitha arsyet qe derguan ne përmirësimin e softuerit duke e përdorur AOP.
Pas kësaj, u prezantua një përmbledhje e punëve të mëparshme që kanë kryer studime
vlerësuese të AOP. Diskutimet përfshijne përfitimet e AOP bazuar në performancën,
madhësinë e kodit, modularitetin, dhe efikasitetin.
Sidoqoftë, rezultatet e marra nuk mund të vërtetojnë ose prishin efektivitetin e AOP,
përveç në dy masa: mekanizmat gjuhësorë dhe madhësia e kodit. AOP tregoi rezultate
pozitive në këto dy masa.
I gjithë hulumtimi i referuar kishte një përfundim të përbashkët, duke deklaruar nevojën
e studimeve të mëtejshme në thellësi dhe më shumë hulumtime të AOP dhe ndikimit të
tij, gjë që tregon se kjo qasje është ende relativisht e re dhe jopopullore. Sidoqoftë,
zhvilluesit që e përdorën këtë qasje ndjehen shumë të sigurt dhe flasin me ngulm për
pasurimin e tij me cilësinë e softuerit. Studimet empirike, megjithatë, kishin një gjë tjetër
për të thënë, dhe nuk ishte gjithmonë në favor të AOP.
Për të përfunduar, është zbuluar se AOP është një temë shumë interesante që duhet të zërë
vendin e saj të drejtë në komunitetin e programimit. Vetëm atëherë studiuesit mund të
studionin AOP në mënyrë efektive dhe efikase. Shembuj janë përdorur për të shpjeguar
se si shqetësimet ndër-ndarëse mund të modelohen duke përdorur AOP. AOP do të
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ndihmojë në procesin e zhvillimit ose do të rrisë kompleksitetin e sistemit pa ndonjë
përfitim real.
Duke përshkruar disa zhvillime të ardhshme në terren, AOP është përshkruar si një
fushë interesante kërkimore me shumë tema të mundshme kërkimore.
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