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Abstrakt
Bakalářská práce se věnuje počítačem podporovanému přístupu ke tvorbě hudby. Vytvořený program 
implementuje  vybraná  pravidla  z hudební  teorie  a pomocí  CSP  vymezuje  vhodné  tóny  pro 
harmonizaci  zadané  melodie.  Výsledek  je  nakonec  zobrazen  v notovém  zápisu  a hudebně 
demonstrován prostřednictvím MIDI souboru.
Abstract
Bachelor thesis deals with the issue of computer aided composition. The aim of the thesis was to 
create the program, which implements several rules of music theory and using of CSP determines 
appropriate tones for harmonization of melody. The result is presented in score and MIDI file.
Klíčová slova
harmonizace melodie, počítačem podporovaná kompozice, úlohy s omezenými podmínkami, akord, 
harmonie
Keywords
melody harmonization, computer aided composition, constraint satisfaction problem, chord, harmony
Citace
Pavol Kuchár: Harmonizace melodie na základě pravidel, bakalářská práce, Brno, FIT VUT v Brně, 
2010
Harmonizace melodie na základě pravidel
Prohlášení
Prohlašuji, že jsem tuto bakalářskou práci vypracoval samostatně pod vedením Ing. Michala Fapša.
Uvedl jsem všechny literární prameny a publikace, ze kterých jsem čerpal.
……………………
Pavol Kuchár
17.5.2010
Poděkování
Moje poďakovanie patrí hlavne konzultantovi a vedúcemu bakalárskej práce Ing. Michalovi Fapšovi. 
Od začiatku prejavoval ochotu a odhodlanie riešiť akékoľvek problémy, ktoré sa počas riešenia práce 
vyskytli a na pravidelných konzultáciach ma svojimi radami dokázal vždy usmerniť tak, aby som bol 
schopný úspešne zvládnuť praktickú aj teoretickú časť bakalárskej práce.
© Pavol Kuchár, 2010
Tato  práce  vznikla  jako  školní  dílo  na Vysokém učení  technickém v Brně,  Fakultě  informačních 
technologií.  Práce je  chráněna autorským zákonem a její  užití  bez  udělení  oprávnění  autorem je  
nezákonné, s výjimkou zákonem definovaných případů.
Obsah
1  Úvod..................................................................................................................................................2
2  Tvorba hudby počítačom...................................................................................................................3
2.1  Automatizovaná kompozícia......................................................................................................3
2.1.1  Algoritmy pre riadenie priebehu.........................................................................................3
2.1.2  Gramatiky...........................................................................................................................4
2.1.3  Stochastické procesy...........................................................................................................4
2.1.4  Celulárne automaty.............................................................................................................5
2.1.5  Genetické algoritmy............................................................................................................5
2.1.6  Neurónové siete..................................................................................................................6
2.2  Počítačom podporovaná kompozícia..........................................................................................6
2.2.1  Strasheela............................................................................................................................7
3  Constraint Satisfaction Problem........................................................................................................9
3.1  Princíp riešenia CSP...................................................................................................................9
3.2  Constraint programming..........................................................................................................10
3.3  Aplikovanie CSP do hudobnej kompozície..............................................................................11
3.3.1  Harmonizácia pomocou CSP............................................................................................12
4  Základy hudobnej teórie a harmonizácie.........................................................................................13
4.1  Stupnice a tóniny......................................................................................................................13
4.2  Intervaly ..................................................................................................................................14
4.3  Akordy ....................................................................................................................................15
4.4  Harmónia.................................................................................................................................15
5  Analýza a návrh...............................................................................................................................17
5.1  Voľba programovacieho jazyka, platformy a vývojového prostredia.......................................17
5.2  Výber spôsobu harmonizácie...................................................................................................17
5.3  Vstup a výstup programu.........................................................................................................19
5.4  Reprezentácia hudobných parametrov......................................................................................19
6  Popis implementácie........................................................................................................................21
6.1  Trieda Harmonizer...................................................................................................................21
6.1.1  Pravidlá.............................................................................................................................21
6.2  Funkcia vytvorenieSuboru.......................................................................................................22
6.3  Funkcia main............................................................................................................................22
7  Použité nástroje...............................................................................................................................24
7.1  Gecode.....................................................................................................................................24
7.2  Lilypond...................................................................................................................................24
8  Záver...............................................................................................................................................26
Literatúra.............................................................................................................................................27
Zoznam príloh.....................................................................................................................................28
1  Manuál............................................................................................................................................29
2  Ukážky zharmonizovaných melódií................................................................................................33
3  Obsah CD........................................................................................................................................36
1
1 Úvod
Umenie  akéhokoľvek  charakteru  je  neoddeliteľnou  súčasťou  ľudského  bytia  už  od jeho 
počiatkov a len ťažko si bez neho vieme predstaviť náš každodenný život. Jeho dôležitosť spočíva 
hlavne  v tom,  že človeku  poskytuje  priestor  pre  duchovný  oddych,  inšpiráciu,  dokáže  esteticky 
povznášať a vyvolávať pozitívne stavy mysle. Je prístupné pre každého, kto o neho prejaví záujem, 
môže  mať  podobu  primitívnych,  elementárnych  foriem  ako  aj  sofistikovanú  štruktúru,  ktorá  si 
vyžaduje hlbšie sústredenie.
Jedným z druhov umenia je aj umenie, ktoré vnímame sluchom – hudba.  Počas dejín ľudstva 
sa vyvinula do mnohých rôznorodých foriem a je špecifická pre každú svetovú kultúru. Aj preto môže 
byť hudba primárne vnímaná skôr subjektívne a z istého pohľadu neohraničene, teda, že nemá pevne 
stanovené pravidlá, ktoré by určovali, čo je prípustné a čo nie. K tejto subjektivite veľkou mierou 
prispieva aj človek, ktorý je neodmysliteľnou súčasťou hudobnej kompozície a či už vedome alebo 
nevedome  dokáže  na základe  svojich  pocitov  a vnemov  vytvoriť  množstvo  hudobných  variácií 
a kontrastných  skladieb.  V každej  skladbe  sa  v konečnom  dôsledku  vytvárajú  závislosti  medzi 
jednotlivými hudobnými prvkami, ktoré sa dajú popísať.
Preto  môžeme  k hudbe  pristupovať  aj  objektívne  a pokúsiť  sa  formalizovať  jej  skladbu 
a tvorbu, napríklad analýzou vzťahov medzi jednotlivými tónmi,  stupnicami alebo frázami.  Touto 
myšlienkou sa počítačoví odborníci zaoberali už od 50. rokov 20. storočia a postupne sa vytvorilo 
mnoho  prístupov,  ktoré  hudbu  analyzujú  alebo  vytvárajú  na základe  matematických  modelov 
algoritmov alebo heuristických stratégií. [1]
Môže  ale  takto  vytvorená  hudba  byť  svojou  umeleckou  hodnotou  rovnocenná  hudobnej 
tvorbe  človeka?  Táto  otázka  sa  vynára  a bude  vynárať  vždy,  pretože  počítaču  chýba  jeden 
z najdôležitejších prvkov hudby, ktorý do nej dokáže vložiť len človek a tým je cit. Myslím si teda, 
že pre  jej  autenticitu  a emocionálnosť  je  ľudský  element  potrebný  vždy,  ale  kombináciou 
s výpočetnou silou stroja sa môže kompozičný proces značne urýchliť, rozšíriť a môže sa uľahčiť 
experimentovanie s novými, netradičnými hudobnými postupmi.
Mojou  úlohou  bolo  vytvoriť  program,  ktorý  zharmonizuje  zadanú  jednohlasnú  melódiu 
a výsledok prehraje a zobrazí. Pre samotnú harmonizáciu je dôležitá iba výška nôt a intervaly medzi 
nimi, preto som do svojej práce nezahrnul dynamiku tónov, rôzne typy taktov alebo rytmus. Tieto 
atribúty  by  ale  boli  vhodným  rozšírením  a určite  by  dopomohli  k reálnejším  a autentickejším 
hudobným výsledkom.
Samotných prístupov pre tvorbu hudby počítačom je mnoho, preto sa v kapitole 2 venujem 
niektorým  z nich  a v kapitole  3  podrobnejšie  popisujem  aj  mnou  použitý  prístup  pomocou  CSP 
(Constraint  Satisfaction  Problem).  V 4.  kapitole  popisujem  základné  prvky  hudobnej  teórie 
a aj samotnej harmonizácie. Analýza mojej úlohy a návrh sa nachádza v kapitole 5, implementačným 
detailom sa venujem v kapitole číslo 6. Použité nástroje stručne popisujem v kapitole 7.  V záverečnej 
8. kapitole hodnotím a sumarizujem dosiahnuté výsledky.
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2 Tvorba hudby počítačom
Predtým,  než  som  sa  začal  venovať  bakalárskej  práci,  boli  moje  znalosti  z tohto  oboru 
informatiky  na relatívne  nízkej  úrovni,  preto  je  v úvode  práce  mojím  cieľom získanie  nadhľadu 
v tejto problematike.  Danému problému sa budem venovať najprv všeobecnejšie,  konkrétne v tejto 
kapitole  sa  zameriavam  na popísanie  odlišných  prístupov,  ktoré  sa  pri  tvorbe  hudby  počítačom 
používajú.  Tento  obor  má  svoju  dlhú  históriu  siahajúcu  až k počiatkom  samotných  počítačov 
a do dnešnej doby sa vytvorilo mnoho rôznych stratégii, ktoré sa dajú rozdeliť do dvoch hlavných 
kategórií :
● Automatizovaná kompozícia (Automated Composition)
● Počítačom podporovaná kompozícia (Computer Aided Composition)
Obidve  kategórie  majú  za cieľ  vytvoriť  novú  alebo  upraviť  existujúcu  skladbu  pomocou 
počítača. Rozdielom ale je, aký cieľ sledujeme a aký hudobný výsledok chceme dosiahnuť, pretože 
v jednom, či druhom prípade sa môže značne líšiť.
2.1 Automatizovaná kompozícia
Tento  prvý  spomenutý  prístup  je  skôr  vedeckého  charakteru  a je  založený  na snahe 
formalizovať  proces  kompozície  za účelom  výskumu.  Výsledkom  je  model,  ktorý  automaticky 
a samostatne komponuje hudbu určitého štýlu. Automatizovaná kompozícia má väčšinou za úlohu 
vytvoriť skladbu, ktorá nie je značne odlišná od predchádzajúcich skladieb, ale preberá ich typické 
črty, postupy a dodržuje konvencie daného štýlu.  Úspešnosť vytvoreného modelu sa potom môže 
otestovať  napríklad  tak,  že sa  človeku  pustí  originálna  skladba  a skladba  vytvorená  počítačom, 
pričom poslucháč rozhoduje, ktorá z nich je originál. [3]
Pri automatizovanej kompozícii je celý proces tvorby ponechaný na samotný model, preto sa 
môže  naskytnúť  otázka,  či  takýto  priebeh  tvorby  hudby  môžeme  kompozíciou  vôbec  nazvať. 
Z umeleckého  hľadiska  sa  automatické  generovanie  hudby  pomocou  vopred  implementovaného 
algoritmu nedá považovať za hudobne kreatívny proces, avšak samotná tvorba takéhoto algoritmu sa 
už takýmto procesom nazvať dá, ale skôr z pohľadu matematicko – technického, ako umeleckého. 
To ale  nijako neznižuje  kvalitu  týmto spôsobom vygenerovaných skladieb,  naopak niektoré  diela 
vytvorené pomocou automatizovanej  kompozície  môžu pôsobiť  aj  subjektívne zaujímavejšie,  ako 
originálne skladby.
Aj  v tomto  prístupe  existuje  viacero  stratégií,  ktoré  budem  stručne  popisovať  na ďalších 
riadkoch tejto kapitoly. Prehľad je voľne prevzatý z  [2].
2.1.1 Algoritmy pre riadenie priebehu
Hudba zahŕňa hierarchické štruktúry, akými sú napríklad jednotlivé tóny, ktoré sa spájajú 
do fráz a tie  môžu mať podobu melodických pohybov nadol  alebo nahor.  Preto môže byť hudba 
vnímaná aj ako postupnosť udalostí, ktoré sú podobne ako v počítačovom programe riadené rôznymi 
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príkazmi. Jedná sa najmä o opakovanie určitej sekvencie, skoky alebo zavolanie procedúry (napríklad 
melodická  obmena  určitého  úseku  skladby).  Algoritmy  pre  riadenie  priebehu  (flow  control  
algorithms) sú založené práve na modelovaní týchto charakteristík. Najvážnejším problémom v tomto 
prípade  je  fakt,  že viacero  týchto  udalostí  prebieha  súčasne  v rovnakom  čase  a vzájomne  sa 
ovplyvňujú.
Na základe vyššie uvedených charakteristík sa ako najvhodnejšie javí použitie petriho sietí, 
ktoré  dokážu  efektívne  riadiť  viacero  súčasne  bežiacich  procesov.  Týmto  spôsobom  je  možné 
namodelovať napríklad viacero hlasov v polyfonickej skladbe.
2.1.2 Gramatiky
V hudobných skladbách môžeme taktiež pozorovať prirodzenú hierarchiu. Tóny sú pospájané 
do jednotlivých  fráz,  ktoré  tvoria  dlhšie  postupnosti  a tie  v konečnom  dôsledku  vytvárajú  celú 
skladbu. Preto môžeme hudbu chápať aj ako jazyk s určitou gramatikou.
V tomto prípade sa najprv zadefinuje hudobná gramatika pozostávajúca z množiny pravidiel, 
ktoré  zložitejšie  štruktúry  rozložia  na základné  stavebné  prvky  hudby.  Následne  sa  musí  zvoliť 
vhodná  makroštruktúra,  ktorá  bude  počítačom analyzovaná  na základe  danej  gramatiky.  Samotná 
gramatika sa skladá zo symbolov rôznej  úrovne.  Nekoncové symboly vyššej  úrovne reprezentujú 
makroštruktúru a koncové symboly nízkej úrovne reprezentujú základné prvky, v tomto prípade tóny. 
Hierarchia symbolov je popísaná tzv. prepisovacími pravidlami, ktoré špecifikujú, aký symbol nižšej 
úrovne nahrádza symbol vyššej úrovne.
2.1.3  Stochastické procesy
Stochastický1 proces  je  proces  riadený pravidlami  pravdepodobnosti.  Jednotlivé  kroky sú 
vykonávané na základe náhodných čísel  a nie  je  možné predpovedať presný stav v ktoromkoľvek 
bode v budúcnosti. Stochastické procesy sú často používané, či už ako základ pre celú kompozíciu 
alebo ako pomocný nástroj pre rutinné rozhodovanie počas tvorby.
Vo  väčšine  prípadov  je  pre  výber  nôt  použitá  pravdepodobnostná  vyhľadávacia  tabuľka 
(obr.  2.1),  v ktorej  sa nachádzajú  pravdepodobnosti  výskytu každého možného následného tónu. 
Tieto  pravdepodobnosti  zodpovedajú  určitému štatistickému rozloženiu.  Ak  napríklad  existuje  N 
rôznych výsledkov (tónov, ktoré môžu byť použité), potom bude pravdepodobnosť použitia každého 
tohto tónu 1/N podľa uniformného rozloženia.  Zvyčajne je ale požadované,  aby sa niektoré tóny 
využívali  častejšie  ako  ostatné.  V tomto  prípade  sa  zvolí  iný,  vhodnejší  typ  rozloženia. 
Najprirodzenejšie  je  Gaussovo  rozloženie,  kedy  sa  minimá  nachádzajú  na začiatku,  respektíve 
na konci a maximum je dosiahnuté v strede.
Ako  príklad  stochastického  procesu  sa  dajú  uviesť  Markovove  reťazce  (Markov  chains). 
Jedná sa o diskrétny systém, ktorý môže nadobúdať rôzne stavy, meniace sa náhodne v diskrétnych 
krokoch. Keďže sa stavy systému menia náhodne, nie je možné predpovedať určitý stav v budúcnosti.
Jedným z problémov použitia Markovových reťazcov v hudobnej kompozícii je ale fakt, že aj 
keď sú pravdepodobnosti prechodov v stavovom diagrame generované náhodne, musia byť odvodené 
od existujúcej  hudby,  to znamená,  že pre nastavenie jednotlivých parametrov systému sa na vstup 
1 stochastický – náhodný, pravdepodobnostný, nedeterministický
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musí  zadať  hudobná  skladba.  Touto  metódou  je  preto  proces  schopný  generovať  iba  výsledok 
rovnakého hudobného štýlu, aký dostal na vstupe.
Obr. 2.1  Príklad pravdepodobnostnej tabuľky
2.1.4 Celulárne automaty
Automat  je  teoretický  výpočetný  model,  ktorého  výstup  závisí  od jeho  vnútorného  stavu 
a vstupu. V hudobnom ponímaní automat modeluje správanie parametrov ako napríklad výška tónu, 
jeho zafarbenie, alebo amplitúda. Úloha môže byť rozdelená medzi viaceré automaty tak, že každý 
z nich kontroluje jeden parameter.
Celulárne  automaty  (cellular  automata)  tvoria  prepojený  systém,  v ktorom  je  správanie 
každého automatu – bunky na začiatku charakterizované počiatočným stavom, ktorý sa v čase mení 
podľa  evolučného  pravidla.  Hodnoty  stavov  buniek  sa  v ďalšom  časovom  kroku  (nasledujúcej 
generácii)  synchrónne  určia  podľa  funkcie,  ktorej  argumenty  tvoria  hodnoty  stavov  lokálnych 
susedov bunky. Funkcia samotnej bunky je pomerne jednoduchá, celkové komplexné správanie je 
vytvorené až ich interakciou. Ak systém nevymrie, tak sa zvyčajne ustáli  v periodických cykloch, 
alebo sa bude správať chaoticky. 
V hudobnej  kompozícii  sa  celulárne  automaty  (obr  2.2)  používajú  napríklad  spôsobom, 
že každá bunka zodpovedá výške jedného tónu a evolučné pravidlo sa v tomto prípade môže riadiť 
podľa určitej tóniny, v ktorej chceme výslednú skladbu mať umiestnenú.
2.1.5 Genetické algoritmy
Genetické  algoritmy  pracujú  na princípe  prirodzeného  výberu,  to  znamená,  že postupne 
vytvárajú  nové  generácie  riešení  daného  problému.  Pre  aplikovanie  genetických  algoritmov 
na hudobnú kompozíciu je potrebné vhodne obmedziť množstvo možných kombinácii  hudobných 
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prvkov, inak môže nastať prípad, kedy prehľadávací priestor, napríklad pre rôzne kombinácie tónov, 
bude svojou veľkosťou nezvládnuteľný.
Ďalším  dôležitým  faktorom  je  reprezentácia  pravidiel.  Skupina  pravidiel  je  použitá  pre 
definíciu  možných spôsobov evolúcie  kompozície  v každej  iterácii  algoritmu.  Kritickou oblasťou 
tohto  prístupu  je  ohodnotenie  schopnosti  dodržiavať  pravidlá.  Funkcia  pre  ohodnotenie  kvality 
(fitness  function)  daného  riešenia  rozhoduje,  či  kandidát  (riešenie)  prežije  a bude  pokračovať 
v nasledujúcej generácii.
Obr. 2.2  Príklad hudobného zobrazenia zoradeného, komplexného a chaotického správania 
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2.1.6 Neurónové siete
Neurónová  sieť  (neural  network)  je  matematický  model,  ktorý  svojou  štruktúrou  simuluje 
vlastnosti biologických neurónových sietí. Skladá sa z prepojených jednotiek (neurónov), ktoré pre 
riešenie úlohy využívajú práve princíp prepojenosti. Vo väčšine prípadov je neurónová sieť systém so 
schopnosťou prispôsobiť sa novým udalostiam a svoju štruktúru mení podľa informácií, ktoré získava 
počas procesu učenia. Táto vlastnosť sa dá využiť aj v hudobnej kompozícii spôsobom, že neurónová 
sieť sa hudobné postupy naučí z trénovacích dát, a tak je schopná produkovať skladby podobného 
štýlu, na akom bola trénovaná.
2.2 Počítačom podporovaná kompozícia
Hlavným rozdielom oproti  automatizovanej  kompozícii  (kapitola  2.1)  je  v tomto  druhom 
prístupe fakt, že skladateľ priamo zasahuje do kompozičného procesu a značne ovplyvňuje konečný 
výsledok.  Je  mu  teda  umožnené  flexibilne  meniť  správanie  modelu  a týmto  výslednú  skladbu 
prispôsobiť svojím predstavám a potrebám.
Cieľom je v tomto prípade poskytnúť hudobnému skladateľovi nástroj, ktorý nenahradí prínos 
človeka do formy hudobného diela,  ale  iba uľahčuje  fázu komponovania  a generovania výslednej 
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skladby.  Na rozdiel  od automatizovanej  kompozície je  tvorba  hudby  pomocou  počítačom 
podporovanej kompozície považovaná za plnohodnotné umelecké dielo. Skladateľ využívajúci túto 
stratégiu  síce  pre  svoju tvorbu  tiež  využíva výpočetné  schopnosti  stroja,  ale  zásadne  ovplyvňuje 
spôsob tvorby a má plnú kontrolu nad tým, ako bude výsledná skladba znieť. Tak ako iné umelecké 
diela,  ani  dielo  vytvorené  pomocou  počítačom  podporovanej  kompozície  primárne  nepoužíva 
vedecké  postupy,  preto  ani  neexistujú  žiadne  metódy  pre verifikáciu  týmto  štýlom  vzniknutej 
skladby. [3]
Oproti použitiu automatizovanej kompozície nie je v tomto prípade cieľom vytvoriť podobnú 
skladbu  v určitom  štýle.  Naopak,  skladateľ  tento  prístup  používa  za účelom  experimentovania 
s netriviálnymi hudobnými postupmi a vytvorenia vlastného hudobného štýlu. Ďalšou odlišnosťou je, 
že počítač sa nevyužíva počas celej doby kompozičného procesu, ale s jeho pomocou sa riešia iba 
podúlohy.  Výpočetný potenciál  počítača  sa  teda v konečnom dôsledku využije iba na aplikovanie 
požiadaviek a vygenerovanie výsledného diela. Skladateľ väčšinou použije už vytvorený softwarový 
nástroj,  ktorý  mu  umožňuje  editovať  požiadavky  a nemusí  sa  nutne  zaoberať  implementačnými 
detailami. Samozrejme existujú aj prípady, kedy si skladateľ navrhne a implementuje takýto software 
samostatne.  Vtedy  má nad  celým kompozičným procesom väčšiu  kontrolu  a úpravy  požiadaviek 
dokáže riešiť aj na implementačnej úrovni. [3]
2.2.1 Strasheela
Jedným z mnohých nástrojov na tvorby hudby pomocou počítačom podporovanej kompozície 
je aj nástroj vytvorený Torstenom Andersom na University of Plymouth, ktorý sa nazýva Strasheela. 
Anders  sa  vo svojej  PhD.  práci  zaoberal  doteraz  používanými  nástrojmi,  popísal  ich  hlavné 
nedostatky  a snažil  sa  vytvoriť  všeobecnejšiu,  komplexnejšiu  a efektívnejšiu  aplikáciu,  pomocou 
ktorej bude možné  komponovať hudbu.
Strasheela (obr 2.3) je systém pre tvorbu hudby založený na štýle komponovania pomocou 
CSP (kapitola 3) s plnou kontrolou užívateľa nad hudobným výsledkom. Užívateľ  hudobnú teóriu 
zapisuje  v jazyku  Oz2 pomocou obmedzujúcich  pravidiel.  Zodpovedajúci  výsledok  vygenerovaný 
počítačom   je  možné  prezentovať  vo  viacerých  formátoch,  zahŕňajúcich  MIDI,  Lilypond  alebo 
Csound. [1]
Jej všeobecnejšie využitie a väčšia flexibilita oproti  existujúcim systémom spočíva v troch 
základných častiach:
● reprezentácia  hudby  –  všeobecná  reprezentácia  je  špeciálne  navrhnutá  pre  definovanie 
komplexných hudobných CSP (kapitola 3.3)
● mechanizmus  aplikovania  zadefinovaných  pravidiel  –  kompozičné  pravidlá  je  možné 
definovať formálne a zrozumiteľne
● konečný  proces  prehľadávania  stavového  priestoru  –  systém  je  založený  na výpočetnom 
modele a upravuje tento prístup pre potreby hudobných CSP
                                                [1]
2 Oz je programovací jazyk, ktorý podporuje väčšinu programovacích paradigmat, konkrétne: logické, 
funkcionálne, imperatívne, objektovo orientované a constraint programming [8]
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 Preštudovanie  tohto  nástroja,  ako  aj  celého  jeho  výskumu,  mi  bolo  veľmi  užitočnou 
inšpiráciou, či už pri pochopení problematiky, ako aj pri samotnej implementácii môjho programu.
Obr. 2.3 Strasheela
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3 Constraint Satisfaction Problem
V tejto kapitole sa najprv budem venovať objasneniu problematiky úloh riešených pomocou 
CSP,  teda úloh s obmedzenými podmienkami.  Na začiatku popíšem všeobecnú teóriu týkajúcu sa 
CSP a neskôr prejdem k aplikácii tohto prístupu v hudobnej kompozícii.
V našom živote bežne používame vymedzovanie – upresňovanie pre plánovanie a riadenie 
udalostí počas dňa.  Typickým príkladom je určenie približného času nejakého stretnutia. Ostatné 
udalosti počas dňa sa potom snažíme usporiadať tak, aby sme na toto stretnutie mohli prísť. [7]
Obmedzujúce podmienky (constraints) transparentne formalizujú závislosti fyzického sveta 
pomocou  matematického  zápisu.  Je  možné  ich  popísať  ako  logický  vzťah  medzi  viacerými 
neznámymi  alebo  premennými,  kedy  každá  nadobúda  hodnotu  z danej  domény3.  Jednoduchšie 
povedané – obmedzujúce podmienky vymedzujú  možné hodnoty, ktoré môže premenná nadobúdať. 
Podmienka môže byť tiež heterogénneho charakteru, teda môže vymedzovať  hodnoty premenných 
z rôznych typov domén. Dôležitou vlastnosťou obmedzení je ich deklaratívny význam, to znamená, 
že špecifikujú  vzťahy  medzi  premennými  bez  udania  konkrétneho  spôsobu  výpočtu.  Výhodou 
programovania  úloh  tohto  typu  je  možnosť  efektívneho  riešenia  obsiahlych  kombinatorických 
problémov. [7]
3.1 Princíp riešenia CSP
Hlavnou  ideou  riešenia  úloh  s obmedzenými  podmienkami  je  úlohu  vyriešiť  pomocou 
definovania podmienok (pravidiel)  týkajúcich sa daného problému a nájdenie riešenia,  kedy budú 
všetky pravidlá splnené.  Formálne môžeme CSP definovať ako trojicu  <X, D, C >, teda že:
● existuje  množina  premenných  X  =  {X1,  X2,  ….,  Xn},  z nich  každá  premenná  Xi môže 
nadobúdať hodnoty z neprázdnej množiny Di (domény)
● existuje množina obmedzujúcich podmienok C = {C1, C2, …., Cn}, z nich každá podmienka 
predpisuje vzťah medzi nejakou podmnožinou premenných z vyššie spomenutej množiny X
● stav  úlohy  je  definovaný  hodnotami  priradenými  jednotlivým premenným  a legálny  stav 
nastane, ak premenné s priradenými hodnotami vyhovujú predpísanými pravidlám
● v počiatočnom stave nie je hodnota priradená žiadnej premennej
● všeobecný operátor priraďuje hodnotu ľubovoľnej voľnej premennej tak, aby následný stav 
bol stavom legálnym
● riešením úlohy je legálny stav, v ktorom všetky premenné majú priradené hodnoty
                                                                             [6]
Pre nájdenie zodpovedajúcich riešení sa väčšinou používa prehľadávanie stavového priestoru. 
Medzi techniky prehľadávania patria napríklad depth first search, breadth first search, min –  conflict, 
backtracking (obr. 3.1) a forward checking. Počet riešení CSP závisí od viacerých faktorov napríklad 
aj od veľkosti  domény. Samozrejme môže nastať aj prípad, kedy pre zadané obmedzenia riešenie 
neexistuje.  Vo  väčšine  prípadov  ale  aspoň  jedno  riešenie  existuje  a naším  cieľom  je  dosiahnuť 
3 doména – konečná množina hodnôt, ktoré môže premenná nadobúdať
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riešenie  optimálne,  ktoré  čo  najlepšie  spĺňa  dané  podmienky.  Riešenie  CSP  udáva  pre  každú 
premennú hodnotu, ktorá je v súlade so zadanými obmedzeniami.
Typickými úlohami, ktoré demonštrujú riešenie pomocou CSP sú napríklad kryptoaritmetické 
hlavolamy,  kedy  sa  každému  písmenu  musí  priradiť  iná  číslica  tak,  aby  výsledné  priradenia 
vyhovovali  predpísanému  súčtu  (napríklad  send  +  more  =  money)  alebo  problém  N  dám 
na šachovnici (N Queen problem), ktoré sa navzájom nemôžu ohrozovať (obr 3.1).  [6]
Obr. 3.1 Použitie backtrackingu na vyriešenie úlohy 4 dám
Pre riešenie CSP sa využíva  constraint solver.  Môže to byť samostatná aplikácia alebo aj 
knižnica programovacieho jazyka, vo všeobecnosti však ide o nástroj,  ktorý užívateľovi umožňuje 
zadať  pravidlá,  premenné,  typ  prehľadávania,  ale  samotné  riešenie  už  vykonáva  autonómne. 
V dnešnej dobe existuje takýchto nástrojov niekoľko, či už komerčných, napríklad Comet, Koalog 
alebo aj open source, medzi ktoré patria napríklad Cassowary constraint solver, JaCoP alebo Gecode. 
Vo svojej práci som na odporúčanie svojho vedúceho Ing. Fapša použil posledne menovaný a bližšie 
ho budem popisovať v kapitole 7.
3.2 Constraint programming
Na implementáciu  úloh  s obmedzenými  podmienkami  je  používané  programovacie 
paradigma  nazývané  constraint  programming.  Na začiatok  uvediem  ako  ilustráciu  jednoduchý 
príklad, v ktorom figurujú dve premenné X, Y a pre vymedzenie hodnôt, ktoré môžu nadobúdať, je 
predpísaný vzťah:  X + Y = 7  X < Y. Pre tieto premenné a∧  zadané obmedzenie existujú dve riešenia 
a to: X = 3, Y = 4 alebo X = 1, Y = 6. V klasických programovacích jazykoch, ktoré sa v dnešnej 
dobe masovo používajú (Java, C, PHP) táto úloha v takejto forme nie je zapísateľná, preto sa pre 
riešenie CSP musí využiť jazyk alebo knižnica, ktorá riešenie úloh tohto typu podporuje. [1]
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Ďalej  treba  spomenúť  rozdiel  v terminológii.  V bežných  jazykoch  ako  C  alebo  Java  sa 
premenná chápe ako výpočetná jednotka uchovávajúca hodnotu, ktorá sa ale priradením môže zmeniť 
kedykoľvek počas behu programu. V constraint programming má premenná význam, ktorý je viac 
podobný neznámej v matematických úlohách a môže nadobúdať hodnoty zo svojej domény, ktoré sú 
počas prehľadávania redukované, ale nemenia sa. Obmedzenia sú vlastne matematické vzťahy, ktoré 
môžu mať podobu vzťahov numerických alebo logických. [1]
3.3 Aplikovanie CSP do hudobnej kompozície
Dôležitým aspektom vyjadrenia poznatkov z hudobnej kompozície sú kompozičné pravidlá, 
ktoré  určujú  závislosti  medzi  viacerými  hudobnými  prvkami  a ich  parametrami,  napríklad  medzi 
tónmi, ich dĺžkami a výškami. Počítačom podporovaná kompozícia na základe pravidiel sa prirodzene 
odvíja práve od  spôsobu, akým je hudba ako taká reprezentovaná, a preto sa dostala do povedomia 
skladateľov a hudobných vedcov. Používanie CSP v hudobnej kompozícii sa dokonca stalo častým 
prípadom, čo je ale ľahko vysvetliteľné, pretože programovanie pomocou obmedzujúcich podmienok 
dovoľuje jednoduchým spôsobom modelovať a riešiť komplexné problémy. [1]
Formalizácia takého komplexného problému, akým hudobná kompozícia nesporne je, si ale 
vyžaduje  rozdeliť  tento  proces  na jednotlivé  podúlohy,  napríklad  samostatne  riešiť  pravidlá  pre 
rytmus, harmóniu alebo melodickosť skladby a formalizovať ich jednotlivo. Definovať tieto vzťahy 
a pravidlá procedurálne by ale bolo dosť náročné a zmena alebo pridanie pravidla by si vyžadovalo 
úpravu celého programu. Práve preto sa pre tento účel používa programovacie paradigma constraint 
programming, ktoré som podrobnejšie popisoval v predchádzajúcej podkapitole. Toto programovacie 
paradigma  sa  ukázalo  ako  efektívne  a vhodné  riešenie  pre  potreby  počítačom  podporovanej 
kompozície založenej na pravidlách. V porovnaní s ostatnými prístupmi pre tvorbu hudby počítačom, 
prístup pomocou CSP umožňuje užívateľovi definovať požadované hudobné obmedzenia formálne, 
to znamená, že skladateľ sa môže plne sústrediť na tvorbu, na to čo chce  vytvoriť a nie je od neho 
vyžadovaný  konkrétny  popis,  ako  to  vytvoriť.  Skladatelia  taktiež  preferujú  štýl  práce,  ktorý  sa 
nachádza  niekde  medzi  čistým  komponovaním  bez  akejkoľvek  pomoci  stroja  a komponovaním 
výlučne pomocou počítača a práve prístup pomocou CSP umožňuje najlepšie uplatňovať tento spôsob 
tvorby. Skladateľ napríklad vytvorí základné prvky skladby (väčšinou prvotnú melódiu) samostatne 
a ostatné časti (napríklad ďalšie hlasy) definuje pravidlami. Opačným príkladom môže byť situácia, 
kedy  skladateľ  zadefinuje  formálnu  štruktúru  skladby  a jednotlivé  časti  a detaily  na doplnenie 
prenechá  počítaču.  Tento  prípad  je  ale  viacmenej  zriedkavý,  pretože  skladateľ  väčšinou  prvotný 
základ skladby vytvára svojpomocne. Nespornou výhodou tvorby hudby pomocou CSP je tiež fakt, 
že viaceré pravidlá môžu ovplyvňovať ten istý parameter. Napríklad výška tónu môže byť na jednej 
strane  vymedzená  melodickým pravidlom a na strane  druhej  aj  pravidlom pre  harmóniu.  Obidve 
pravidlá síce ovplyvňujú rovnaký parameter, ale ani jedno z nich tento parameter neobmedzuje úplne 
a pomocou prehľadávania sa nájdu riešenia, ktoré zodpovedajú obidvom pravidlám. [1]
Prístup  pomocou  CSP  skladateľovi  taktiež  dovoľuje  aplikovať  svoje  hudobné  vedomosti 
na vysokej  úrovni  abstrakcie  a nevyžaduje  od neho  znalosť  implementačných  detailov  samotného 
programu alebo programovacích techník. Úloha je zadaná tak, že niektoré hudobné prvky (napr. tóny) 
sú neznámymi a sú reprezentované premennými. Druhou časťou zadania úlohy sú spomínané pravidlá 
pre kompozíciu,  ktoré určujú obmedzenia  a vzťahy medzi  premennými.  Hudobne zameraná úloha 
s obmedzujúcimi  podmienkami  (musical  CSP)  teda  implementuje  model  hudobnej  teórie  ako 
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počítačový program, ktorý vygeneruje hudbu zodpovedajúcu modelovanej teórii. Tento model musí 
byť plne formalizovateľný, to znamená, že musí byť vyjadriteľný matematickým zápisom. Nemusí 
však reprezentovať žiadne existujúce hudobné postupy alebo štýly, práve naopak, CSP sa používa 
v prípadoch, kedy je cieľom skladateľa vygenerovať v hudbe niečo nové alebo netriviálne. [1]
Hudobná úloha s obmedzujúcimi podmienkami môže byť naprogramovaná aj v obyčajnom 
programovacom  jazyku,  ktorý  riešenie  CSP  podporuje,  avšak  systém  špecializovaný  na riešenie 
hudobných CSP umožňuje  priamo modelovať  parametre  potrebné  pre  zápis  hudby a tým značne 
uľahčuje  jej  implementáciu.  Takýchto  systémov  v súčasnosti  existuje  mnoho  a okrem  vyššie 
spomínanej Strasheely je to napríklad PWConstraints, Carla, BackTalk alebo OMClouds. [1]
Jednou  z najdôležitejších  vlastností  tejto  stratégie  je  teda  jednoduchý  a flexibilný  spôsob 
editovania  pravidiel  ešte  aj  počas  procesu  kompozície,  keď skladateľ  pridaním alebo  odobraním 
pravidla, mení a prispôsobuje výsledok podľa svojich potrieb a predstáv. [1]
3.3.1 Harmonizácia pomocou CSP
Práve pravidlá harmónie dobre korešpondujú s formálnym popisom CSP. Povolené tóny pre 
harmonizáciu môžeme chápať ako konečnú doménu a obmedzenia  v tomto prípade vnímame ako 
samotné pravidlá pre harmonizáciu, ktoré môžeme rozdeliť na dva hlavné typy:
1. horizontálne obmedzenie – napríklad pravidlo, že dve po sebe idúce noty by mali tvoriť 
konsonantný interval (kapitola 4)
2. vertikálne obmedzenie – napríklad noty tvoriace akord musia medzi sebou mať interval 
tercie alebo pravidlo, že dva hlasy sa nesmú krížiť
                   [9]
Samotných prístupov pre harmonizáciu existuje niekoľko a  jedným z nich je aj prístup, ktorý 
som použil  vo svojej  práci,  kedy sa ako hlavné harmonizačné prostriedky využívajú kvintakordy 
danej stupnice. O týchto a ďalších pojmoch z hudobnej teórie budem písať v nasledujúcej kapitole.
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4 Základy hudobnej teórie 
a harmonizácie
V tejto kapitole budem popisovať základy hudobnej teórie a poznatky ohľadom harmonizácie 
melódie,  ktoré  som naštudoval,  aby  som dokázal  správne  implementovať  svoj  systém.  Základný 
prehľad tejto problematiky som považoval taktiež za dôležitú kapitolu teoretickej časti svojej práce, 
pretože znalosti z hudobnej teórie nie sú samozrejmou súčasťou vedomostí každého človeka. Keďže 
v mojom prípade sa takisto jednalo iba o úplné základy, rozšírenie vedomostí  z tejto oblasti  malo 
určite  pozitívny  vplyv  na realizáciu  mojej  bakalárskej  práce.  Tento  teoretický  prehľad  je  voľne 
prebraný z [4], [5] a vhodne doplnený mojimi vlastnými postrehmi a obrázkami.
4.1 Stupnice a tóniny
Stupnica je stúpajúca alebo klesajúca postupnosť tónov v rozsahu jednej oktávy usporiadaná 
podla určitých pravidiel. Tieto pravidlá sa týkajú predovšetkým počtu tónov v oktáve a vzdialenosti 
(intervalov)  medzi  jednotlivými  tónmi.  Podľa  počtu  tónov  rozlišujeme  viac  druhov  stupníc  a to 
napríklad 5 – stupňové (pentatonická), 6 – stupňové, alebo 7 – stupňové (diatonická). Vzdialenosti 
medzi stupňami stupnice môžu byť rovnaké, napríklad poltóny (chromatická) alebo rôzne. Stupnice 
v ktorých sa vyskytujú celé tóny aj poltóny sa nazývajú diatonické.
Ďalej treba rozlíšiť stupnicu a tóninu. Obidve majú spoločné to, že ich základný tón je zhodný 
a podľa neho tónina aj stupnica dostáva svoje pomenovanie. Tento základný tón sa nazýva  tonika.  
Tónina je voľné poradie tónov stupnice napríklad v melódii alebo aj viachlasnej skladbe. V melódii sa 
nutne nemusia vyskytovať všetky tóny stupnice, ale musia byť usporiadané tak,  aby tonika jasne 
vynikala ako hlavný tón.  Melódia ňou veľmi často začína alebo sa k nej vracia, najviac sa však 
tonika  uplatňuje  v jej  závere.  V tom  prípade  pôsobí  melódia  uzatvorene  bez  nutnosti  ďalšieho 
pokračovania.
Stupnica teda pozostáva z tónov tóniny, zoradených za sebou podľa výšky a začína respektíve 
končí tonikou. Stupne tóniny sa označujú poradovými číslami podľa svojho umiestnenia v stupnici 
a prvým stupňom je  práve  tonika.  Tóny,  ktoré  sú  jej  melodicky blízke  ležia  na treťom a piatom 
stupni, ostatné stupne v tónine sa od toniky odlišujú výraznejšie.
Tóniny delíme primárne na durové a molové. Každá je usporiadaná podľa iných pravidiel. 
Základná diatonická tónová rada od tónu C sa nazýva stupnica C dur (obr. 4.1). Durová stupnica má 
osem stupňov,  avšak  posledný stupeň  je  o oktávu  vyšší  tón  od prvého,  preto  sa  zaraďuje  medzi 
7 – stupňové stupnice.
Obr. 4.1 Stupnica C dur
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Medzi  stupňami  durovej  stupnice  je  vzdialenosť  buď  celý  tón  (1)  alebo  poltón  (½). 
Vzdialenosti medzi tónmi v stupnici C dur sú nasledovné:
c   –  1 –   d   –  1 –   e   –  ½  –   f   –  1 –   g   –  1 –   a   –  1 –   h   –  ½  –   C
Inú durovú stupnicu môžeme vytvoriť od ktoréhokoľvek tónu, musí sa však zachovať poradie 
intervalov medzi  stupňami. Jednotlivé stupne stupnice sa označujú aj špecifickými názvami:
I. tonika
II. supertonika
III. vrchná medianta
IV. subdominanta
V. dominanta
VI. spodná medianta
VII. citlivý tón
4.2 Intervaly
Interval  v hudbe vyjadruje výškovú vzdialenosť dvoch tónov a rozlišuje sa podľa rôznych 
hľadísk. Ak znejú oba tóny súčasne, jedná sa o harmonický interval (obr. 4.2). Tóny znejúce za sebou 
sa nazývajú intervalom melodickým (obr. 4.3).
Obr. 4.2 Harmonický interval  Obr. 4.3 Melodický interval
Vzdialenosti medzi stupňami stupnice sa nazývajú:
I. – I. vzdialenosť 0 stupňov prima
I. - II. vzdialenosť 1 stupňa sekunda 
I. - III. vzdialenosť 2 stupňov tercia
I. - IV. vzdialenosť 3 stupňov kvarta
 I. - V. vzdialenosť 4 stupňov kvinta
I. - VI. vzdialenosť 5 stupňov sexta
I. - VII. vzdialenosť 6 stupňov septima
I. - VIII. vzdialenosť 7 stupňov oktáva
Intervaly delíme na základné a odvodené. Medzi základné veľké patrí sekunda, tercia, sexta, 
septima  a medzi  základné  čisté  prima,  kvarta,  kvinta,  oktáva.  Odvodené  intervaly  sa  tvoria 
zmenšovaním alebo zväčšovaním základných intervalov po poltónoch.
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Vzhľadom ku stupnici,  ktorá je podkladom tóniny skladby, rozlišujeme intervaly doškálne 
a nedoškálne.  Doškálne intervaly sa skladajú z tónov doškálnych,  teda takých,  ktoré sa v stupnici 
vyskytujú. V C dur je to napríklad interval d – g  (kvarta). Nedoškálny interval je v C dur napríklad 
d – fis, pretože tón fis sa v stupnici C dur nenachádza.
Podľa zvukového dojmu delíme harmonické intervaly na konsonanté4 a disonantné.  Medzi 
konsonantné  intervaly  patria  napríklad  všetky  čisté,  to  znamená  prima,  kvarta,  kvinta  a oktáva. 
Všetky ostatné intervaly sú disonantné.
4.3 Akordy
Akord je súzvuk minimálne troch tónov rôznej výšky. Zahranie tónov akordu za sebou sa 
nazýva melodický rozklad akordu. Akordy sa delia podľa rôznych vlastností. Podľa počtu tónov sú to 
trojzvuky,  štvorzvuky,  päťzvuky  a viaczvuky.   Akord  môže  byť  zložený  z tercií  alebo  z kvart. 
Najbežnejšie akordy sú zostavené z tercií a nazývajú sa podľa intervalu medzi najnižším a najvyšším 
tónom akordu. Z dvoch tercií vzniká kvintakord (obr. 4.4), pretože dve tercie za sebou tvoria medzi 
najnižším a najvyšším tónom interval kvinty. Z troch tercií vzniká  septakord – krajné tóny tvoria 
interval septimy.
Obr. 4.4  kvintakord a septakord
Podobne ako harmonické intervaly, tak aj akordy rozdeľujeme na konsonantné a disonantné. 
Hodnotenie konsonancie sa v priebehu histórie vyvíjalo a menilo, v dnešnej dobe sa za konsonantný 
považuje durový a molový kvintakord a ich obraty. Ostatné akordy sa zaraďujú medzi disonantné.
4.4 Harmónia
Harmónia je náuka o akordoch a ich spájaní. Pre spájanie akordov je smerodatná tónina danej 
skladby.  Základným harmonickým prvkom je kvintakord a v jednej tónine sa ich nachádza sedem. 
Nie  všetky  kvintakordy  ale  majú  rovnakú  dôležitosť.  Najdôležitejší  kvintakord  leží  na I.  stupni 
a nazývame  ho  tonický  (tonika).  K vyjadreniu  tóniny  ale  jediný  kvintakord  nestačí,  potrebujeme 
aspoň  tri  rôzne.  K tomu  sa  okrem   tonického najlepšie  hodí  kvintakord  na V.  stupni,  ktorému 
hovoríme  dominantný (dominanta) a kvintakord  na IV.  stupni,  ktorý  sa  nazýva  subdominantný 
(subdominanta). Tieto  dva  akordy  sú  k tonike v kvintovom  pomere,  to  znamená,  že medzi 
dominantou a spodnou tonikou je interval kvinty a rovnaký interval je taktiež medzi subdominantou 
4 konsonancia – súzvuk dvoch alebo viacerých tónov, ktorý pôsobí príjemne, opakom je disonancia, t.j. 
súzvuk, ktorý pôsobí nepríjemne
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a vrchnou  tonikou.  Toniku,  subdominantu  a dominantu  (obr.  4.5)  nazývame  hlavné  kvintakordy, 
ostatné kvintakordy na II., III., VI. a VII. stupni nazývame vedľajšie.
Obr. 4.5  Hlavné kvintakordy
Ak zahráme napríklad stupnicu C dur a následne tonický kvintakord, vytvára to dojem kľudu. 
Ak  ale  po stupnici  zahráme  dominantný  kvintakord,  pôsobí  to  dojmom  ďalšieho  postupu 
a až po opätovnom  zahraní  toniky  nastane  opäť  dojem  kľudu.  tonika  je  teda  akord  kľudu,  je  to 
harmonické centrum tóniny a dominanta ja naopak akord pohybu.
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5 Analýza a návrh
V predchádzajúcich  kapitolách  som  písal  o podproblémoch,  naštudovanie  ktorých  mi 
pomohlo  lepšie  pochopiť  zadanú  úlohu  a umožnilo  mi  získať  určitý  nadhľad  v tejto  oblasti. 
Na ďalších  riadkoch  tejto  kapitoly  sa  budem  venovať  analýze  môjho  zadania  a návrhu  riešenia 
daného problému.
5.1 Voľba programovacieho jazyka, platformy 
a vývojového prostredia
Na začiatku vývoja praktickej časti bakalárskej práce bolo nutné zvoliť programovací jazyk, 
v ktorom  by  bola  daná  úloha  najvhodnejšie  implementovateľná.  Pre  úlohy  týkajúce  sa  CSP  sú 
najčastejšie  používanými  jazykmi  Prolog  alebo  Lisp.  Tieto  programovacie  jazyky  sa  vyznačujú 
svojou vysokou efektivitou,  ale  takisto  ťažšou mierou implementácie  komplexnejších problémov. 
Určite by aj toto zadanie bolo riešiteľné výlučne v niektorom z týchto dvoch jazykov, ale ja osobne 
som si na to netrúfol, pretože moja znalosť oboch je len na základnej úrovni, aká bola požadovaná 
počas štúdia v predmete Základy umelej inteligencie. Z tohto dôvodu bolo potrebné nájsť framework, 
ktorý by pre riešenie CSP poskytoval vhodné programovacie prostriedky a jeho hlavnou vlastnosťou 
mala  byť  samozrejme  prijateľnejšia  forma  implementácie,  než  poskytujú  vyššie  spomínané 
programovacie  jazyky.  Na odporúčanie  svojho  vedúceho  Ing.  Fapša  som  sa  preto  zoznámil 
s nástrojom pre riešenie CSP, implementovaným v C++, ktorý sa nazýva  Gecode (kapitola 7).
Ďalším  krokom  bolo  rozhodnutie,  pod akým  operačným  systémom  budem  svoju  prácu 
vytvárať, pretože na svojom počítači mám nainštalovaný ako Linux, tak aj Windows. Moja voľba 
bola  do značnej  miery  ovplyvnená  znalosťou  potenciálnych  problémov,  ktoré  by  mohli  pri 
programovaní vo Windowse nastať, preto som pre svoju prácu zvolil operačný systém Linux, ktorý je 
pre programovanie celkovo vhodnejší a  poskytuje programátorovi lepšie prostriedky pre pohodlnú 
tvorbu aplikácie.
Ako  vývojové  prostredie  som používal  textový  editor  pre  KDE Kate,  pretože  vzhľadom 
na rozsah  mojej  práce  som považoval  za zbytočné  využívať  zložitejšie  programovacie  IDE.  Kate 
v porovnaní  s inými  editormi  disponuje  aj  užitočnými  doplnkovými  funkciami,  ako  napríklad 
zvýrazňovanie kódu,  dopĺňanie  slov a konzolou priamo v editore,  čo mi čiastočne uľahčilo  prácu 
a ušetrilo nejaký čas.
5.2 Výber spôsobu harmonizácie
V kapitole 2 som uviedol, že prístupov pre tvorbu hudby počítačom je mnoho a aj problém 
harmonizácie melódie by bol riešiteľný viacerými spôsobmi. V zadaní mojej bakalárskej práce je ale 
zmienené,  že sa má jednať o harmonizáciu podľa pravidiel,  preto sa v tomto prípade ako najlepší 
spôsob realizácie úlohy ukázalo použitie stratégie harmonizácie pomocou CSP.
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Z hudobnej  teórie  a princípov  harmonizácie  melódie  bolo  teda  potrebné  vybrať  pravidlá 
(obmedzenia),  pomocou  ktorých  sa  dosiahne  uspokojivý  hudobný  výsledok.  Po preštudovaní 
spôsobov harmonizácie som sa rozhodol, že v mojej práci bude najvhodnejšie použiť harmonizáciu 
pomocou kvintakordov. Chcem podotknúť, že svoj program som implementoval pomocou nástroja 
pre riešenie CSP, ktorý bol všeobecný a nijako nepodporoval riešenie hudobných CSP, a preto aj keď 
sa mnou vybraný spôsob nepovažuje za zložitý  prístup k harmonizácii,  myslím si,  že pre  potreby 
môjho programu je postačujúci. Zložitejšie spôsoby harmonizácie, či už podľa kontrapunktu alebo 
podľa  konkrétneho  hudobného  štýlu  by  si  vyžadovali  oveľa  prepracovanejšiu  implementáciu 
pravidiel  a na to  by  bol  potrebný  špecializovaný  nástroj  pre  CSP,  ktorý  je  určený  pre  úlohy 
hudobného typu a priamo umožňuje definovať hudobné parametre.
V zadaní  je  ďalej  uvedené,  že k melódii  sa  majú  vytvoriť  ďalšie  harmonizované  hlasy. 
Konkrétne v mojom programe budem vytvárať ďalšie dva hlasy. Prvý hlas bude o dve oktávy nižší 
ako  melódia,  bude  to  hlas  basový  a druhý  –  stredný  hlas  bude  ležať  v oktáve  medzi  melódiou 
a basom. Samostatnú oktávu pre každý hlas som zvolil hlavne z dôvodu zamedzenia kríženia hlasov 
a tiež  preto,  že hlasy  v rôznych  oktávach  sú  ľahšie  rozoznateľné  a tým  je  lepšie  demonštrovaný 
použitý spôsob harmonizácie.
Samotná harmonizácia melódie je harmonizáciou v stupnici C dur, to znamená, že vstupná 
melódia, ako aj ostatné hlasy spadajú do tejto stupnice. Z dôvodov, ktoré popisujem v kapitole 7.1, 
som už nestihol urobiť harmonizáciu aj pre ďalšie durové, respektíve molové stupnice. Implementácia 
tohto doplnku by ale bola určite realizovateľná, vyžadovala by si iba ďalší čas, ktorý som k dispozícii 
už bohužiaľ nemal.
Najjednoduchším spôsobom harmonizácie v ostatných stupniciach by bolo  riešenie, kedy by 
sa zadaná melódia vždy najprv transponovala do základnej stupnice C dur, respektíve C mol, v nej by 
bola  vykonaná   harmonizácia  a harmonický  výsledok  by  bol  naspäť  transponovaný  do stupnice, 
v ktorej sa zadaná melódia nachádza.
Ako príklad uvediem melódiu v stupnici E dur, ktorá pozostáva z tónov  E, Fis, Gis, A, H,  
Cis, Dis, E. V kapitole 4.1 som uviedol, že iná durová stupnica sa môže vytvoriť od akéhokoľvek 
tónu, musí byť ale zachované poradie intervalov medzi jej jednotlivými tónmi, to znamená, že každá 
durová stupnica má medzi jednotlivými tónmi intervaly rovnakej veľkosti. Podľa tohto pravidla teda 
môžeme akýkoľvek tón zo stupnice E dur transponovať do stupnice C dur tak, že daný tón znížime 
o interval, ktorý sa medzi tónmi  E a C nachádza, v tomto prípade je to interval o veľkosti 2 celých 
tónov (4 poltónov). Takže napríklad 3. tón stupnice E dur, tón Gis, transponujeme do stupnice C dur 
znížením o 2 tóny, čím sa vytvorí tón  E, čo je taktiež v poradí 3. tón stupnice C dur. Pre ukážku 
funkčnosti tohto spôsobu uvediem ešte ďalší tón, napríklad 6. tón stupnice E dur, tón Cis, z ktorého sa 
znížením o 2  tóny vytvorí  tón  A,  čo je  takisto  v poradí  6.  tón stupnice  C dur.  Po transponovaní 
všetkých tónov melódie by sa vykonala harmonizácia v C dur a následne by sa harmonické tóny 
naspäť  previedli do stupnice E dur tak, že ku každému tónu by sa interval 2 celých tónov pripočítal.
Týmto  spôsobom  teda  môžeme  transponovať  akýkoľvek  tón  z inej  durovej  stupnice 
do základnej durovej stupnice C dur a naopak. Analogicky by sa vyriešila harmonizácia v molových 
stupniciach, kedy by sa najprv implementovala harmonizácia v stupnici C mol a následne by bolo 
možné na základe rovnakého princípu harmonizovať melódie v ostatných molových stupniciach.
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5.3 Vstup a výstup programu
Pri  programoch,  ktoré  sa  zaoberajú  hudobnou  harmonizáciou  je  vždy  nutné  zadanie 
vstupných dát reprezentujúcich skladbu alebo melódiu, ktorú chceme zharmonizovať. Výstupom je 
väčšinou súbor,  ktorý hudobne alebo aj  graficky demonštruje vstupnú melódiu doplnenú o ďalšie 
harmonické hlasy. Na obr. 5.1 je graficky znázornený návrh systému.
Typ vstupných dát a spôsob ich zadania môže mať viacero podôb. Najideálnejším prípadom 
reprezentácie vstupných dát by bol zvukový súbor vo formáte .wav alebo .mp3, z ktorého by bola 
melódia načítaná a následne programom zharmonizovaná.  Analýza vstupu tohto typu by ale  bola 
náročným  procesom  a riešenie  problému  spracovania  klasického  zvukového  súboru  by  značne 
presahovalo mieru zadania mojej bakalárskej práce.
Prijateľnejšou a realizovateľnejšou formou reprezentácie vstupných dát by bol MIDI súbor, 
z ktorého  sa  pomocou  rôznych  nástrojov  dajú  požadované  informácie  ľahšie  vyselektovať. 
Po konzultácii  s vedúcim  svojej  práce  som  ale  dospel  k názoru,  že spracovanie  melódie  z MIDI 
súboru nie je potrebnou súčasťou môjho zadania, pretože si myslím, že z užívateľského hľadiska je 
opakované  vytváranie  MIDI  súboru  zbytočne  zdĺhavým  procesom  a sú  k nemu  potrebné  ďalšie 
nástroje pre samotnú prácu s MIDI.
Ako  som  spomínal  v kapitole  2,  počítačom  podporovaná  kompozícia  má  skladateľovi 
poskytovať  vhodnú  a jednoduchú podporu  počas  kompozičného procesu,  preto  som sa  rozhodol, 
že vstupnú melódiu budem programu predávať prostredníctvom jeho argumentov. Tento spôsob je 
klasickým riešením  vstupných  údajov  pre  program  a taktiež  sa  mi  zdal  byť  vhodným z dôvodu 
možnej automatizácie vstupu, teda využitia skriptov. Presný formát vstupu a správania sa programu je 
popísaný v prílohe 1.
Riešenie  výstupu programu bolo jednoznačnejšie, pretože aj zo zadania vyplýva, že výsledok 
sa má vhodným spôsobom zobraziť alebo prehrať. Bolo preto potrebné nájsť nástroj, ktorý bude tieto 
funkcie poskytovať (kapitola 7.2) a výstup programu prispôsobiť jeho potrebám.
Obr. 5.1
5.4 Reprezentácia hudobných parametrov
V začiatkoch práce bolo tiež potrebné zvážiť, akým vhodným spôsobom budú reprezentované 
potrebné  hudobné  parametre.  Ako  som  spomínal  v úvode,  pre  moju  prácu  je  najdôležitejším 
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parametrom výška daného tónu,  pretože pre harmonizáciu všeobecne sú smerodatné iba intervaly 
medzi jednotlivými tónmi a hlasmi. K nutnému parametru výšky tónu som ale pridal aj parameter 
dĺžky tónu z dôvodu, aby dosiahnuté hudobné výsledky nepôsobili statickým dojmom, čo by nastalo 
v prípade, ak by všetky tóny melódie mali rovnakú dĺžku.
Samotná reprezentácia výšky tónu môže byť riešená viacerými spôsobmi, ale najčastejšie sa 
používa reprezentácia pomocou znakov alebo čísel. V prípade znakov sa jedná o analogický spôsob 
ako v hudobnom zápise, teda tóny stupnice C dur by  vyzerali ako c, d, e, f, g, a, h. Reprezentáciu 
tohto  typu  som  zvolil  pre  zadávanie  vstupnej  melódie,  pretože  považujem  za prijateľnejšie 
a intuitívnejšie zadávať hudobný vstup rovnakým spôsobom, aký sa používa v hudobnej terminológii. 
V samotnom programe je ale jednoznačne vhodnejšie výšky tónov reprezentovať číslami,  pretože 
pravidlá harmonizácie sa aplikujú pomocou matematických a logických operácii  a to by v prípade 
reprezentácie výšky tónov znakmi prinášalo zbytočné komplikácie.  Tón  c je  teda reprezentovaný 
číslom 1, tón d číslom 2, ….., tón h číslom 7. Dĺžky tónov sú aj na vstupe a aj počas behu programu 
reprezentované  číslami  a na výber  sú  štandardne  používané  hodnoty  dĺžok:  dĺžka  celej  (1), 
polovej (2), štvrťovej (4) a osminovej (8) noty.
Ďalším podproblémom, ktorý sa pri návrhu vyskytol, bolo rozhodnúť v akých abstraktných 
dátových typoch budú tieto parametre uchovávané. Aj v tomto prípade existuje opäť viac riešení. 
V prípade,  že by  v programe  figurovalo  viacero  vstupných  melódií  s viacerými  parametrami 
(napríklad  rytmus,  dynamika),  bola  by  najlepšou  voľbou  pre  uchovávanie  jednotlivých  údajov 
štruktúra, ktorá poskytuje možnosť uchovávať viac položiek rôznych dátových typov. Keďže v mojej 
úlohe sa však počas programu vyskytuje len jedna vstupná melódia s dvoma parametrami, rozhodol 
som sa,  že použitie štruktúry alebo zložitejších dátových typov nie je potrebné a pre údaje,  ktoré 
potrebujem uchovávať je postačujúce aj pole, konkrétne polia dve. Do prvého poľa sa po prevode zo 
znakovej  reprezentácie  ukladajú  číselne  vyjadrené  výšky jednotlivých  tónov,  ktoré  sú  používané 
definovanými pravidlami k určeniu ďalších hlasov. Do druhého poľa sú ukladané dĺžky tónov. Tie sa 
v hlavnej časti  programu, kde sa aplikujú pravidlá nevyužívajú, použijú sa až v momente, kedy je 
vygenerovaný ďalší hlas a každému tónu v hlase sa pridelí rovnaká dĺžka ako zodpovedajúcemu tónu 
v melódii.  Riešenia  zharmonizovaného  basu  sa  uchovávajú  taktiež  v poli,  čomu  sa  budem 
podrobnejšie venovať v kapitole 6.
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6 Popis implementácie
Program je implementovaný procedurálne s využitím triedy nástroja Gecode. Hlavnou časťou 
programu je trieda Harmonizer, ktorá implementuje harmonizačný model, teda definuje premenné, 
obmedzenia, prehľadávanie stavového priestoru a výpis nájdených riešení.
Na začiatku programu sú zahrnuté knižnice Gecodu :
<gecode/int.hh> – poskytuje použitie premenných a definovanie obmedzení, 
podmienok typu integer
<gecode/search.hh>   –  umožňuje vytvorenie prehľadávacieho mechanizmu
 <gecode/minimodel.hh>  –  poskytuje efektívnejšie funkcie pre propagáciu podmienok
6.1 Trieda Harmonizer
Na jej začiatku je deklarované pole  bassline typu  IntVarArray, do ktorého sa ukladajú 
riešenia  basového  hlasu,  vyhovujúce  zadaným  podmienkam.  Prvky  tohto  poľa  môžu  nadobúdať 
hodnoty  typu  integer  od 1  do 7  (tóny  c  –  h)  a počet  prvkov  je  zhodný  s počtom tónov  zadanej 
melódie.
Ďalšie polia sa používajú počas behu programu v móde 2 (kapitola 6.1.1), kedy sa pravidla 
môžu porušovať.  Váhy (ohodnotenie splnenia)  jednotlivých pravidiel,  ktoré na začiatku programu 
definuje užívateľ, sú uložené v poli vaha_pravidla. Ak daný tón basového hlasu pravidlo spĺňa, 
do poľa  uplatnenie_pravidla typu BoolVarArray sa pre toto pravidlo zapíše hodnota 1, ak 
tón pravidlo nespĺňa, zapíše sa hodnota 0. Pole vahy typu IntVarArray slúži pre uchovávanie súčtu 
váh splnených pravidiel pre každý tón daného riešenia basového hlasu.  Pracuje sa s ním spôsobom, 
že pomocou  poľa   uplatnenie_pravidla  sa  zistí,  ktoré  pravidla  pre  daný  tón  boli  splnené 
a následne sa hodnoty splnených pravidiel  z poľa  vaha_pravidla sčítajú do poľa  vahy.  Tieto 
kroky sa vykonajú pomocou funkcie :
linear(*this, vaha_pravidla, uplatnenie_pravidla[i], IRT_EQ, vahy[i]);
Po aplikovaní pravidiel na všetky tóny basového hlasu sa do premennej  suma_vah sčítajú celkové 
váhy pre všetky tóny riešenia a uloží sa jeho celkové skóre opäť pomocou :
linear(*this, vahy, IRT_EQ, suma_vah);
6.1.1 Pravidlá
 Uplatňovanie pravidiel je riešené dvoma spôsobmi. Pri spustení programu v prvom móde sú 
všetky pravidlá dodržiavané. Vtedy nájdené riešenia striktne tieto pravidla spĺňajú a všetky výsledky 
sú harmonizačne a štylisticky správne. Ak si užívateľ zvolí druhý mód, pravidlá 2-4 sa budú môcť 
porušovať.  Každé  z týchto  pravidiel  má  ale  svoju  váhu  (ohodnotenie),  ktorú  užívateľ  zadáva 
na začiatku programu. V prípade splnenia pravidla sa jeho váha pripočíta do celkového ohodnotenia 
daného riešenia. Užívateľ si môže prezrieť ktoré pravidlá boli pre daný tón basového hlasu splnené. 
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Pravidlá sú zapísané s využitím funkcií  rel  a  post,  ktoré  obmedzenia  implementujú pomocou 
matematických vzťahov.
1. povolené  intervaly  medzi  tónmi  melódie  a zharmonizovaného  hlasu  sú  intervaly  
tercie a kvinty
rel(*this, bassline[i], IRT_NQ, (melodia[i]-6) );
rel(*this, bassline[i], IRT_NQ, (melodia[i]-5) );
rel(*this, bassline[i], IRT_NQ, (melodia[i]-3) );
rel(*this, bassline[i], IRT_NQ, (melodia[i]-1) );
rel(*this, bassline[i], IRT_NQ, (melodia[i]+1) );
rel(*this, bassline[i], IRT_NQ, (melodia[i]+3) );
rel(*this, bassline[i], IRT_NQ, (melodia[i]+5) );
rel(*this, bassline[i], IRT_NQ, (melodia[i]+6) );
2. za sebou nasledujúce tóny v zharmonizovanom hlase nesmú byť zhodné
post(*this, ~ (bassline[i] != bassline[i+1]));
3. tón v melódii a jemu prislúchajúci tón v zharmonizovanom hlase nesmú byť rovnaké, 
to znamená, že v hlasoch je zakázaný zhodný tón o jednu a dve oktávy nižší
post(*this, ~ (bassline[i] != melodia[i]));
4. paralelný postup zharmonizovaného hlasu ku melódii nie je povolený, to znamená,  
že interval po sebe nasledujúcich tónov v hlase musí byť iný, ako interval po sebe  
následujúcich tónov v melódii
     post(*this, ~ (bassline[i]-bassline[i+1] != melodia[i]-melodia[i+1]));
6.2 Funkcia vytvorenieSuboru
V tejto funkcii  sa na základe melódie a riešenia basu vytvára stredný harmonizovaný hlas. 
Ako som spomenul v kapitole  5.2, mnou vybraný spôsob využíva pre harmonizáciu kvintakordy. To 
znamená, že tón melódie a tón basu vytvárajú dva tóny kvintakordu a tretí tón sa zvolí tak, aby daný 
kvintakord vhodne doplnil.
Ďalšou úlohou tejto funkcie je vytvorenie lilypond (kapitola 7.2) súboru, pomocou ktorého 
bude vygenerovaný notový zápis výsledkov a MIDI súbor pre každé riešenie. Výšky a dĺžky tónov sú 
prevedené z číselnej do znakovej reprezentácie a do súboru zapísané podľa syntaxe lilypondu.
6.3 Funkcia main
Hlavná  funkcia  main na začiatku  zabezpečuje  spracovanie  vstupnej  melódie.  Melódia  je 
predaná  cez  argumenty  programu,  ktoré  sú  rozparsované  a výšky  jednotlivých  tónov  sú  uložené 
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do poľa integerov melodia . Ak sa na vstupe vyskytne neplatná výška alebo dĺžka tónu, program je 
ukončený chybovým hlásením.
Po zvolení módu harmonizácie je vytvorený objekt triedy Harmonizer a prostredníctvom 
argumentov sú mú predané všetky potrebné informácie o vstupnej melódii:
  Harmonizer* h = new Harmonizer(dlzka_melodie,melodia,mod_spustenia,hodnoty_vah);
Následne je vytvorený prehľadávací mechanizmus pomocou konštrukcie:
   DFS<Harmonizer> e(h);
kde DFS znamená depth first search, teda typ prehľadávania stavového priestoru. Pri voľbe prvého 
módu je k dispozícii aj LDS – limited discrepancy. Spustením programu v druhom móde je okrem 
týchto dvoch typov prehľadávania k dispozícii aj BAB – branch and bound, ktorý dokáže vyhľadať 
najlepšie  ohodnotené  riešenie.  Nevýhodou  tohto  mechanizmu  je  ale  fakt,  že hľadá  iba  lepšie 
ohodnotené  riešenia  od predchádzajúceho.  To  znamená,  že ak  máme viac  rovnako ohodnotených 
riešení, čo je bežný prípad, vyberie sa iba prvé nájdené.
Na konci programu sa zavolá funkcia vytvorenieSuboru, ktorej sú cez argumenty takisto 
predané potrebné údaje a po vytvorení lilypond súboru je program ukončený.
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7 Použité nástroje
Vo svojej práci som použil dva hlavné nástroje a to constraint solver, ktorý sa nazýva Gecode 
a nástroj pre sadzbu nôt Lilypond.
7.1 Gecode
Gecode  (Generics  Constraint  Development  Enviroment)  je  open  source  nástroj,  ktorý 
umožňuje programovanie úloh s obmedzenými podmienkami. Je implementovaný objektovo  v C++ 
a kompilovateľný ako v Linuxe (gcc), tak aj vo Windowse (Visual Studio) .
 Keďže ide o voľne šíriteľný systém jeho pozitívnou vlastnosťou určite je,  že užívateľovi 
dovoľuje  pridávať  nové  dátové  typy,  funkcie  pre  propagáciu  podmienok  alebo  aj  stratégie  pre 
prehľadávanie  stavového  priestoru.  Podstatné  ale  je,  že Gecode  sám  o sebe  poskytuje  všetky 
štandardné prvky potrebné pre riešenie CSP, čo z neho vytvára efektívny a plne funkčný nástroj pre 
riešenie  úloh  s obmedzenými  podmienkami.  Čo  sa  týka  výkonu,  konkrétne  časovej  a pamäťovej 
náročnosti,  dosahuje  Gecode  porovnateľné  výsledky  s inými  voľne  šíriteľnými  aj  komerčnými 
nástrojmi pre riešenie CSP. [10]
Z môjho pohľadu bolo využitie tohto nástroja pri programovaní určite pozitívnym prvkom 
pre implementáciu mojej úlohy. Poskytol mi potrebnú nadstavbu pre riešenie CSP, a preto som sa 
mohol sústrediť na správnu implementáciu harmonizačných pravidiel.
Na druhej strane ale musím podotknúť, že naštudovanie funkčnosti a možností, ktoré Gecode 
poskytuje  nebolo  jednoduché,  keďže  s programovaním úloh  riešených pomocou CSP som nemal 
žiadne skúsenosti. Hlavnou nevýhodou používania Gecodu je stále úzka skupina užívateľov, čomu 
zodpovedala aj slabá podpora pre riešenie základných problémov s jeho používaním, ktoré zbytočne 
zdržiavali ďalší posun v práci. Aj keď síce existuje dokumentácia, je v nej funkčnosť  popisovaná 
a demonštrovaná  na programoch,  ktoré  predpokladajú  predošlé  skúsenosti  s programovaním tohto 
typu a tomu zodpovedá aj nastavenie ich náročnosti. Určite by nebolo na škodu, ak by bol vytvorený 
aj jednoduchý manuál, popisujúci zápis základných programovacích konštrukcií do Gecodu, pretože 
práve  riešenie  takýchto  triviálnych  problémov mi  zabralo  dosť  veľké  množstvo  času,  ktoré  som 
namiesto toho mohol venovať vylepšovaniu programu ako takého.
Tiež  by  som  chcel  spomenúť,  že prístup  tvorby  hudby  pomocou  CSP,  ako  aj  použitie 
takéhoto nástroja,  nebolo na FIT ešte  realizované,  a preto sú práce nás  študentov,  ktorí  sme túto 
problematiku riešili na FIT ako prví, značným prínosom, uľahčením a návodom pre študentov ďalších 
ročníkov, ktorí sa budú podobnými témami bakalárskych, respektíve diplomových prác zaoberať.
odkaz na oficiálnu stránku: http://www.gecode.org/
7.2 Lilypond
Lilypond je modulárny, rozšíriteľný a programovateľný open source kompilátor pre  kvalitnú 
sadzbu nôt, ktorý je šíriteľný pod GNU licenciou. Vstup Lilypondu tvorí textový súbor, v ktorom je 
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formálne popísaná reprezentácia hudby.[12] Jazyk, v ktorom sa hudobné prvky zapisujú, má štruktúru 
podobnú TeXu a obsahuje konštrukcie umožňujúce definovanie výšky tónov, ich dĺžky, typy taktov 
ako aj špeciálne príkazy pre tvorbu komplikovanejších hudobných zápisov.  Ako výstup dokáže tento 
program produkovať PostScript alebo PDF na základe spracovania textového súboru spomínaného 
o pár  riadkov  vyššie.  Všetky  notové  ukážky  v mojej  práci  boli  vytvorené  práve  pomocou  tohto 
nástroja. Lilypond dokáže z notového zápisu taktiež vytvoriť MIDI súbor, čo som zase využil pre 
hudobnú demonštráciu výsledkov svojho programu.
odkaz na hlavnú stránku: http://lilypond.org/
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8 Záver
Mojou  úlohou  bolo  implementovať  program,  ktorý  použitím  CSP  vytvorí  k zadanej 
jednohlasnej melódii ďalšie harmonické hlasy. Tento cieľ sa mi podarilo splniť a mnou vytvorená 
aplikácia spĺňa všetky body zadania.
Problematika  harmonizácie  melódie  pomocou počítača  je  rozsiahla,  preto  som sa  značnú 
dobu zaoberal štúdiom používaných prístupov ale aj hudobnej harmonizácie ako takej. Ďalšou fázou 
nadobúdania  vedomostí,  ktoré  boli  potrebné  pre  realizáciu  mojej  bakalárskej  práce,  bolo 
oboznámenie sa so stratégiou harmonizácie pomocou CSP a nástrojom, ktorý riešenie CSP podporuje. 
Toto obdobie tvorby bakalárskej práce trvalo najdlhšie a bolo aj najťažším, pretože programovanie 
úloh  tohto typu sa  od klasického programovania  odlišuje  a pred riešením bakalárskej  práce som 
s ním nemal žiadne skúsenosti.
Taktiež bolo pre mňa dosť náročné samotné používanie nástroja pre riešenie CSP – Gecodu, 
pretože  sa  jedná  o všeobecný  nástroj,  ktorý  nijako  nepodporuje  hudobne  zamerané  úlohy. 
Nepochybne ide o vysoko efektívny prostriedok pre riešenie úloh s obmedzenými podmienkami, ale 
naštudovanie jeho funkčnosti a možností, ktoré poskytuje, nebolo triviálne.  
Základom  praktickej  časti  bakalárskej  práce  bol  teda  návrh  a implementácia  vhodného 
spôsobu reprezentácie hudobných parametrov a vytvorenie konštrukcií pre prácu s nimi. V tejto fáze 
som  ale  narazil  na komplikácie,  ktorých  riešenie  ma  zbytočne  zdržiavalo  a jednalo  sa  práve 
o problémy s používaním Gecodu. Vzhľadom na nie veľmi rozšírené programovanie úloh tohto typu 
bolo ťažké vyskytnuté problémy vyriešiť pomocou internetu, pretože skupina používateľov je stále 
malá a tomu zodpovedala aj miera poskytovanej podpory. Jediným zdrojom informácií pre mňa teda 
bola dokumentácia, ktorá ale demonštruje len všeobecné využitie Gecodu, ktoré pre moje špecifické 
zadanie nebolo postačujúce.  Na druhej strane to pre mňa bola výzva a mal som motiváciu naučiť sa 
nové veci. S pomocou vedúceho mojej bakalárskej práce Ing. Fapša som nakoniec všetky prekážky 
dokázal prekonať a úspešne som implementoval svoj harmonizačný systém.
Vzhľadom na zvýšený výskyt problémov počas jeho tvorby má tento systém samozrejme aj 
svoje  nedostatky,  ktoré  by  sa  ale  ďalším  vývojom dali  odstrániť.  Keďže  sa  jedná  o  konzolovú 
aplikáciu, tak k užívateľsky príjemnejšiemu  použitiu tohto programu by určite prispelo samostatné 
GUI, ktoré by napríklad umožňovalo prácu s notovým zápisom a ovládanie programu pomocou myši. 
Z hľadiska  kvality  hudobných  výsledkov  by  bolo  potrebné  rozšíriť  a náročnejšie  prepracovať 
harmonizačné pravidlá. Taktiež by bolo prínosom  načítanie vstupnej melódie z MIDI súboru alebo 
priamo  z pripojeného  hudobného  nástroja.  Veľmi  atraktívnou  vlastnosťou,  ktorá  by  tento 
harmonizačný systém skvalitnila by mohla byť implementácia real – time harmonizácie so živým 
hráčom.  Všetky spomenuté  rozšírenia  sú realizovateľné a ich doplnenie   je  len otázkou ďalšieho 
vývoja tohto systému.
Na záver  by  som  ešte  chcel  poznamenať,  že problematika  tvorby  hudby  a harmonizácie 
pomocou CSP bola na bakalárskych a diplomových prácach tohto roku riešená prvýkrát,  preto sú 
práce nás študentov, ktorí sme sa týmito témami zaoberali, určitým prínosom pre ďalších, ktorí  budú 
v budúcnosti podobné témy riešiť.
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1 Manuál
Na tomto mieste budem stručne popisovať kroky, ktoré sú potrebné k úspešnému spusteniu 
a ovládaniu môjho programu.
Inštalácia Gecodu a Lilypondu
Pred samotným spustením programu je  potrebné  stiahnuť a nainštalovať  constraint  solver 
Gecode,  pomocou  ktorého  sa  rieši  CSP.  Stiahnuť  tento  nástroj  je  možné  z tohto  miesta: 
http://www.gecode.org/download.html
Gecode dokáže fungovať na viacerých platformách a to  pod Linuxom,  MacOS  X aj  pod 
operačným  systémom  Windows.  V mojom  prípade  som  ho  inštaloval  do Linuxu,  vtedy  je  pre 
kompiláciu  Gecodu  nutné  mať  nainštalovaný  gcc  kompilátor,  aspoň   verziu  4.2.  Inštalácia  aj 
používanie  pod  systémom  Linux  prebiehalo  bez  problémov  a podrobný  návod  k inštalácii  je 
k dispozícii  na http://www.gecode.org/doc-latest/reference/PageComp.html alebo  aj  v samotnej 
dokumentácii: http://www.gecode.org/doc-latest/MPG.pdf
Program pre zobrazenie výsledkov v notovom zápise a následné prevedenie do MIDI súborov 
Lilypond sa ku stiahnutiu nachádza na http://lilypond.org/install/ . Samotnú inštaláciu som vo svojom 
prípade nevykonával, program bol súčasťou operačného systému.
Spustenie programu
Program  funguje  ako  konzolová  aplikácia  a na vstupe  očakáva  melódiu,  ktorá  má  byť 
harmonizovaná. Formát vstupu je nasledovný:
./harmon [výška 1. tónu]-[dĺžka 1. tónu] [výška 2. tónu]-[dĺžka 2. tónu] [….............
● jednotlivé tóny melódie sa teda zadávajú ako argumenty, prvý tón ako prvý argument, druhý 
tón ako druhý argument programu atď.
● výška tónu sa na vstup zadáva analogicky hudobnému zápisu, k dispozícii sú tóny v rozsahu 
dvoch oktáv (iné tóny nie sú prípustné)
1. oktáva c  d e f g a h
2. oktáva C D E F G A H
● za výškou tónu môže,  ale  nemusí  nasledovať jeho dĺžka a to  spôsobom,  že hneď za číslo 
reprezentujúce výšku sa napíše znak „-“ a hneď za neho dĺžka daného tónu
● dĺžka tónu sa taktiež zadáva celým číslom podľa nasledovného popisu (iné dĺžky tónov nie sú 
prípustné)
1 celá nota
2 polová nota
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4 štvrťová nota
8 osminová nota
● ak sa za výškou tónu neuvedie jeho dĺžka, tón implicitne nadobúda dĺžku štvrťovej noty
Takže ak chceme na vstup zadať napríklad melódiu, ktorá obsahuje tón  e dĺžky osminovej 
noty,  tón  f dĺžky  štvrťovej  noty  a tón  g dĺžky  polovej  noty,  bude  spustenie  programu  vyzerať 
nasledovne:
./harmon e-8 f-4 g-2
alebo pri využití nepovinného zadania dĺžky noty:
./harmon e-8 f g-2
Po spustení  programu  so  zadanou  vstupnou  melódiou  ma  užívateľ  na výber  dva  módy 
harmonizácie a to buď 1. spôsob, kedy sa uplatnenia všetky pravidlá alebo 2. spôsob, kedy sa pravidlá 
budú porušovať. V prvom prípade výsledné riešenia vyhovujú všetkým pravidlám, a preto sú všetky 
hudobne akceptovateľné. V druhom prípade sa vygenerujú úplne všetky riešenia, ktoré sú ohodnotené 
podľa  počtu  splnených  pravidiel.  Užívateľ  si  teda  môže  nájsť  aj  riešenia,  ktoré  určité  pravidlá 
porušili. Tento mód je ale skôr určený pre experimentovanie, pretože väčšina výsledkov nemusí byť 
štylisticky správna. Taktiež treba pripomenúť, že tým, že sa pravidlá porušujú, počet riešení môže 
dosahovať vysokých čísel. Na štandardný výstup sa teda vypisujú všetky riešenia harmonizovaného 
basu, ktoré zodpovedajú danej melódii.
Ukážka spustenia pomocou prvého módu:
./harmon c e g-8 c 
********************************************** ***
***************  Harmonizer 1.0  **************** 
****************  Pavol Kuchar  ***************** 
Zadana melodia: {c, e, g, c} 
Dlzky tonov:    {4, 4, 8, 4} 
Pre harmonizaciu melodie su na vyber dva sposoby: 
1. Vsetky pravidla budu uplatnene 
2. Pravidla sa mozu porusovat 
Ak chcete harmonizaciu vykonat prvym sposobom, zadajte 1 ak druhym 2 
1
har(0): {3, 1, 7, 5} 
har(1): {3, 7, 1, 3} 
har(2): {3, 7, 1, 5} 
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har(3): {3, 7, 3, 5} 
har(4): {5, 1, 7, 5} 
HOTOVO
Vysvetlenie: číslo v zátvorke za har označuje číslo riešenia, čísla v zložených zátvorkách reprezentujú 
vyhovujúce basové tóny.
Ukážka spustenia pomocou druhého módu:
./harmon c-1 e f-2
*************************************************
***************  Harmonizer 1.0  **************** 
****************  Pavol Kuchar  ***************** 
Zadana melodia: {c, e, f} 
Dlzky tonov:    {1, 4, 2} 
Pre harmonizaciu melodie su na vyber dva sposoby: 
1. Vsetky pravidla budu uplatnene 
2. Pravidla sa mozu porusovat 
Ak chcete harmonizaciu vykonat prvym sposobom, zadajte 1 ak druhym 2 
2
Zadajte vahu pre pravidlo
Rozne tony vedla seba v base: 2 
Neparalelny postup melodie a basu: 3 
Rozne ton v melodii a base: 4 
har(0): {1, 1, 2} 
vahy: {1, 8, 7} = 16 
uplatnenie pravidiel: 1.ton:{1, 0, 0, 0} 2.ton:{1, 0, 1, 1} 3.ton:{1, 1, 0, 1} 
------------------------------------------------------------------------ 
har(1): {1, 3, 2} 
vahy: {1, 3, 10} = 14 
uplatnenie pravidiel:  1.ton:{1, 0, 0, 0} 2.ton:{1, 1, 0, 0} 3.ton:{1, 1, 1, 1} 
------------------------------------------------------------------------ 
har(2): {1, 5, 2} 
vahy: {1, 10, 10} = 21 
uplatnenie pravidiel:  1.ton:{1, 0, 0, 0} 2.ton:{1, 1, 1, 1} 3.ton:{1, 1, 1, 1} 
------------------------------------------------------------------------ 
…riešenia pokračujú ďalej
Vysvetlenie:  Čísla v množine  vahy znamenajú súčet váh pre každý tón. Pre prvý tón je súčet váh 
vždy 1, pretože sa pre neho uplatní iba implicitné pravidlo s ohodnotením 1, ktoré je tiež implicitne 
uplatnené pre každý tón basu z dôvodu, aby minimálny súčet váh pre tón bol 1. Čísla v množinách 
za tónmi označujú, ktoré pravidlá daný tón splnil (1) a ktoré nie (0). Druhé číslo v množine  vahy 
znamená, že pri prvom riešení sa pre druhý tón dosiahlo ohodnotenia 8 a to: 1 za implicitné pravidlo 
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+ 3 za neparalelný postup + 4 za rôzny ton v base a melódii. Pravidlo rôzne tóny vedľa seba v base 
nebolo splnené, pretože prvý a druhý tón v base sa zhodujú. Číslo za znakom = reprezentuje celkové 
skóre daného riešenia.
Po výpise  riešení  na stdout  je  vytvorený  súbor  harmon.ly,  do ktorého  sa  podľa  syntaxe 
Lilypondu zapíšu všetky riešenia basu a takisto druhý harmonizovaný hlas, ktorý zodpovedá j melódii 
a basu.
Ak  chce  užívateľ  výsledky  zobraziť  do notového  zápisu  v pdf  alebo  postscript  formáte 
a previesť  ich  do MIDI,  musí  po ukončení  programu  do príkazového  riadku  napísať  príkaz 
./lilypond harmon.ly  ,  ktorým  sa  súbor  harmon.ly  skompiluje  (doba  trvania  kompilácie  závisí 
od dĺžky  melódie  a od počtu  riešení  a pri  počte  nad  200  riešení  môže  trvať  aj  niekoľko  minút) 
a vytvoria sa súbory harmon.ps a harmon.pdf, v ktorých budú výsledky zobrazené v notovom zápise. 
Každý výsledok harmonizácie je zobrazený v troch notových osnovách a to spôsobom, že v hornej 
notovej osnove sa nachádza zadaná melódia, v strednej prvý harmonizovaný hlas (bas) a v spodnej 
notovej  osnove  sa  nachádza  druhý  harmonizovaný  hlas.   Taktiež  sa  vytvorí  súbor  harmon[číslo 
riešenia].midi,  ktorý  výsledok  demonštruje  hudobne.  Všetky  tieto  súbory  sú  po kompilácii 
umiestnené v rovnakom adresári ako súbor harmon.ly.
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2 Ukážky zharmonizovaných melódií
Harmonizačné cvičenie na strane 10  z učebnice harmonie Jaroslava Kofroňa
prvá časť
./harmon h-2 C-2 a-2 g-2 D-2 C-2 g-2 h-2 C-1 E-2 D-2 C-1 
kofron1.midi
druhá časť
./harmon D-2 G-2 E-1 g-2 h D C-1 G E D h C-1 
kofron2.midi
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Harmonizačné cvičenie č.1 na strane 15 z učebnice harmonie Jaroslava Kofroňa
./harmon E-2 D a g h C-2 h D C E F D E-2 
kofron3.midi
Menuet  z malej nočnej hudby  –  W. A. Mozart 
časť 1
./harmon g C D E F-2 D E C D C-8 h-8 a-8 g-8 a-8 h-8 C-2
.
menmoz1.midi
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časť 2
./harmon D E F D C-8 D-8 E C h-8 C-8 D h C-2
menmoz2.midi
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3 Obsah CD
Adresár program: zdrojové súbory
Adresár ukážky: zharmonizované melódie
Adresár text: texty bakalárskej práce
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