Computing the area of an arbitrary polygon is a popular problem in pure mathematics. The two methods used are Shoelace Method (SM) and Orthogonal Trapezoids Method (OTM). In OTM, the polygon is partitioned into trapezoids by drawing either horizontal or vertical lines through its vertices. The area of each trapezoid is computed and the resultant areas are added up. In SM, a formula which is a generalization of Green's Theorem for the discrete case is used. The most of the available systems is based on SM. Since an algorithm for OTM is not available in literature, this paper proposes an algorithm for OTM along with efficient implementation. Conversion of a pure mathematical method into an efficient computer program is not straightforward. In order to reduce the run time, minimal computation needs to be achieved. Handling of indeterminate forms and special cases separately can support this. On the other hand, precision error should also be avoided. Salient feature of the proposed algorithm is that it successfully handles these situations achieving minimum run time. Experimental results of the proposed method are compared against that of the existing algorithm. However, the proposed algorithm suggests a way to partition a polygon into orthogonal trapezoids which is not an easy task. Additionally, the proposed algorithm uses only basic mathematical concepts while the Green's theorem uses complicated mathematical concepts. The proposed algorithm can be used when the simplicity is important than the speed.
mod n, conveying a cyclic ordering of the points, with v0 following vn-1, since (n -1) + 1 ≡ 0 (mod n). Let e0 = v0v1, e1 = v1v2, …, ei = vivi+1, …, en-1 = vn-1v0 be n segments connecting the points. Then these segments bound a polygon if and only if
1) The intersection of each pair of segments adjacent in the cyclic ordering is the single point shared between them: ei ∩ ei+1 = vi+1, for all i = 0, 1, 2, ..., n -1. 2) Non adjacent segments do not intersect: ei ∩ ej = Ø, for all j ≠ i + 1. 3) None of three consecutive points vi are collinear.
These segments define a curve since they are connected end to end and the curve is closed since they form a cycle and the curve is simple since non adjacent segments do not intersect. The points vi are called the vertices of the polygon while the segments ei are called its edges. Therefore a polygon of n vertices has n edges (O'Rourke 1998).
In the proposed algorithm, the polygon is separated into orthogonal trapezoids by drawing horizontal lines through each vertex of the polygon. The area of each trapezoid is computed and added up to find the area of the entire polygon.
Methodology
This section describes the proposed algorithm and its implementation. The C programming language has been used for the implementation.
Representation of the polygon
The polygon is represented using two arrays x and y. The points variable stores the number of vertices in the polygon. (x[i], y[i] ) denotes the coordinates of the i th vertex where i = 0, 1, …, (points -1).
Drawing horizontal lines through each vertex of the polygon
The polygon is separated into orthogonal trapezoids by drawing horizontal lines through each vertex of the polygon. This is done by using findYg function. First each y-coordinate is stored in yg array. Then sortArray function is used to sort those y-coordinates in ascending order. 
The pos function
The pos function is used to decide the position of a given vertex (x[v] , y [v] ) with respect to a horizontal line y = yg [u] . If the vertex is on the horizontal line then the function returns zero. If the vertex is above the horizontal line then it returns 1 and if the vertex is below the horizontal line it returns -1.
The findGaps function
The findGaps function takes u as a parameter which denotes the indices of yg array. A horizontal line drawn in section 2.2 may intersect edges of the polygon as shown in Figure 1 .
Two consecutive horizontal lines bound a set of orthogonal trapezoids. In order to compute the area of them, coordinates of the end points should be calculated. For a given two consecutive horizontal lines, the intersection points of upper and lower horizontal lines differ depending on the special cases as described in this section later. Therefore x-coordinates of the intersection points corresponding to lower horizontal line are stored in gap1 array and that of upper horizontal line are stored in gap2 array each iteration. The n1 and n2 variables will contain the number of elements in gap1 and gap2 arrays respectively.
The purpose of first for loop found in findGaps function is to deal with intersections of each edge with the given horizontal line y = yg [u] . From the left each possible situation is names as General Case, Down to Down Case, Up to Up Case, Down to Up Case, and Up to Down Case respectively. In the figure, 1 and 2 numbers denote whether that intersection point considered for gap1 array or gap2 array respectively. Following subsections describe how to deal with each case.
General Case
If (pi * pj < 0) then end points are on opposite sides of the horizontal line. The intersection point is (xc, yg[u] ). And the equation of the edge can be written as,
Since the intersection point is on y = yg [u] line,
This intersection point should be included to both gap1 and gap2 arrays.
Fig. 2. Possible intersections of edges

Down to Down Case
If (pi = pj = 0) then the entire edge goes through the horizontal line as in second to fifth situations in Figure 2 . The values of a and b are computed by a = i -1 and b = j + 1. They denote the indices of neighboring vertices of the end points of the edge. When i = 0 then a = -1, but actually it should be (points -1). When j = (points -1) then b = points, but actually it should be 0. These two special cases should be handled.
The pa and pb variables store the positions of a and b vertices respectively. If pa * pb > 0 then it should be either second or third case in Figure 2 . If pa < 0, it should be definitely the second situation. In this case both the end points should be included to gap2 array.
Up to Up Case
If pa * pb > 0 and pa > 0, it is the third situation. In this case both the end points should be included to gap1 array.
Down to Up Case
If pa * pb < 0 and pa < 0 then it is the fourth situation. In this case i end point should be included to gap2 array and j end point should be included to gap1 array.
Up to Down Case
If pa * pb < 0 and pa > 0 then it is the fifth situation. In this case i end point should be included to gap1 array and j end point should be included to gap2 array.
Depending on the way vertices intersect with the horizontal line, there are three possible ways as shown in Figure 3 .
The first two situations are ignored since they do not affect the area between given two horizontal lines. The second for loop is used to deal with vertex [u] . The pa and pb variables are found as in previous situation. If (pa * pb < 0), it is the third situation. In this situation the intersection vertex should be included to both gap1 and gap2 arrays.
The findSums function
There are ygn number of horizontal lines which can be drawn through vertices of the polygon as shown in Figure 1 . Each horizontal line has two arrays gap1 and gap2. Inside the for loop, initially n1 and n2 are set into zero. Then gap1 and gap2 array values are found using findGaps function for each horizontal line. The sortArray function is used to sort those two arrays in ascending order. In each iteration of the for loop inside findSums function, the computeSum function is invoked for gap1 and gap2 arrays. The sum1 and sum2 arrays correspond to gap1 and gap2 arrays respectively. 
The computeSum function
The getAreaS function
The getArea function
The area variable inside getArea function will store the total area of the polygon. The for loop accesses each area bounded between consecutive couple of horizontal lines and sum them up.
Results and Discussion
The algorithm was implemented using C programming language. Following hardware and software were used. To validate the proposed algorithm, it was compared with an implementation of Shoelace Method (Wijeweera 2015 , O'Rourke 1998 . A set of random polygons as shown in Table 1 were used. The number of clock cycles to compute the area of a polygon is not measurable since the value is too small. Therefore the number of clock cycles to compute the area of the same polygon 10 8 times was measured (Kodituwakku et al. 2013) . This was done for each polygon in Table 1 using Orthogonal Trapezoid Method (OTM) and Shoelace Method (SM). The results are shown in Table 2 . 1  4554  204  2  5345  241  3  9914  291  4  11641  327  5  14408  361  6  20791  406  7  28416  453  8  21939  466  9  33098  490  10 41047 532
According to the results the efficiency of the proposed method is lower than the existing method.
Conclusion
An algorithm to computerize Orthogonal Trapezoid Method was proposed.
And it was experimentally compared against Shoelace Method. The area of
