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Abstract 
Pseudocode is one of the recommended methods for teaching students to design algorithms. 
Having a tool that performs the automatic translation of an algorithm into pseudocode to a 
programming language would allow the student to understand the complete process of program 
development. In addition, the introduction of quality measurement of algorithms designed from 
the first steps of learning programming would enable the student to understand the importance 
of code quality for maintenance of software processes. This work describes Vary, an integrated 
development environment based on Eclipse for writing and running pseudocode algorithms. The 
environment automatically transforms abstract pseudocode into runnable C/C++ source code 
that can be later executed. Computer programming learners and even computational scientists 
can use Vary to write and run algorithms, while taking advantage of modern development 
environment features. Vary is provided with an additional extension to automatically carry out 
algorithm analysis with SonarQube. 
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1. Introduction 
Learning computer programming is essential for professional development in many disciplines 
besides computing. Pseudocode is a habitual way to design and write algorithms, using a natural 
language-like syntax, which makes it suitable for beginners and newcomers to computing. 
Pseudocode is useful for learners as well as computational scientists, who require a comfortable 
way to describe algorithms without having to deal with the grammar complexity of 
conventional programming languages. 
Since pseudocode syntax is not standard, translating algorithms into a source code computer 
language requires an additional effort. Besides, popular Integrated Development Environments 
(IDEs) do not facilitate algorithm specification in an abstract pseudocode form. In order to 
overcome this limitation, we have developed an Eclipse-based IDE, which enables to run 
algorithms directly written in pseudocode, through the automatic generation of source code.  
Analysing the quality of designed algorithms allows programming learners to understand 
the importance of the quality of the source code that they will have to develop during their 
professional careers. Ensuring internal quality of the software, i.e., its source code, significantly 
contributes to maintain the satisfaction of the end customer of any organization [16]. In order 
to make this possible, we have developed an extension for SonarQube platform that allows the 
application of some metrics to the designed algorithms using the proposed IDE. 
The paper is structured as follows:, the methodology used to conduct the research is 
described in Section 2; the advantages of using pseudocode as a language for the introduction 
to programming are described in Section 3; a comparison between the existing tools for design 
PERSON ET AL.  VARY: AN INTEGRATED DEVELOPMENT ENVIRONMENT... 
  
algorithms is presented in Section 4; the functionality and software architecture of the solution 
proposed are described in Section 5; the evaluation and some illustrative examples are included 
in Section 6; finally, some conclusions are provided. 
2. Methodology 
The methodology applied to carry out this research was based on the Action Research 
methodology [13]. In our work, we have followed three steps: 
 
• Step 1 Study Identification: Justification of the need of research on this topic. In 
this phase, a revision of related work was carried out to validate the interest of using 
pseudocode as a language for the introduction to programming and to evaluate the 
existing tools for generating source code from algorithms written in pseudocode. 
In addition, these tools were reviewed to check whether they provide mechanisms 
to measure the quality of the algorithms. 
 
• Step 2 Study Development: Design and development of a tool for generating 
source code from algorithms written in pseudocode and checking quality rules. 
 
• Step 3 Evaluation: Evaluation of the functionality of the tool via functional tests 
and a survey to determine the interest on Vary by novice people in programming. 
 
The following sections of this work have been structured following the above-mentioned 
steps. 
3. Study Identification  
3.1. Pseudocode to learn programming 
Denning and Rosenbloom [7] have wondered how we can build new stories and educational 
experiences to attract young people to the field of Computing. In this vein, Computational 
Thinking [19] has emerged as a movement that proselytizes on a mental orientation to 
formulating problems in an algorithmic fashion and to include thinking with many levels of 
abstraction. It is based on the learning of the fundamentals of algorithms and computer 
programming for all. However, traditional methods for learning programming do not stimulate 
learners very much due to the complexity of programming languages and development 
environments. 
 Several notations can be used for algorithm design. For example, flowcharts are a 
traditional higher-level visual abstraction, similar to UML activity diagrams. More recent 
notations use visual blocks, such as Blockly1, the language of Scratch2  and MIT App Inventor 
23. Furthermore, other tools for novice programmers also use text-based languages, such as 
Microsoft Touch Develop4 or Alice5. Another text-based alternative is pseudocode, either as 
compact mathematical notations or augmented by natural language-like descriptions.  
 Developing a program to solve a domain-specific problem requires the use of a language at 
the level of abstraction at which the domain expert thinks the task of constructing the program 
is easier [10]. The domain expert starts by devising a solution using his/her knowledge and 








creativity. Then, the solution must be runnable and coded in some notation, such as a computer 
programming language. The lower the level of the programming language, the wider the 
semantic gap between the solution procedure and the programming language constructs. This 
premise is on the basis of domain-specific languages and can be exploited in the field of 
Computational Science [15]. Computational scientists have to apply computing capabilities to 
solve problems in various scientific disciplines, using languages and environments such as 
Python, R or MATLAB. However, they may have difficulties to translate their solution to a 
programming language, due to the complexity of computer languages and programming 
environments. Therefore, designing programs by means of a runnable pseudocode can engage 
more scientists in the use of computing facilities for their experiments. 
 
In the following, we summarize the advantages of using pseudocode: 
 
a) Pseudocode uses a natural language-like syntax, which makes it suitable for beginners 
and newcomers to computing. 
b) Pseudocode is a way to implement Computational Thinking. 
c) Pseudocode is useful for learners as well as computational scientists, who require a 
comfortable way to describe algorithms without having to deal with the grammar 
complexity of conventional programming languages. 
d) Pseudocode allows students and computational scientists to focus on the principles of 
programming which are common to all the programming languages, making 
abstraction of the particular characteristics of a specific language. 
e) Pseudocode is useful as program documentation because it can aid the comprehension 
of source code in unfamiliar programming languages [14]. 
3.2. Comparative of tools 
Integrated tools for designing algorithms textually are scarce, in contrast with the increasing 
support of visual development tools and languages. Some algorithm design tools, such as Code 
Rocket [5] or APDT [1] are used to write pseudocode and automatically generate source code. 
The former synchronizes the visual and pseudocode views of an algorithm, whilst the latter 
(which is not maintained any more) does the same with structured flowcharts. Flowchart 
notation is also used in the SFC editor [20]. Besides, pseudogen tool [8] can generate 
pseudocode automatically from low-level source code analysis. Garner [9] and Boada et al. [3] 
describe specific tools for school teaching/learning of computer programming. Moreover, the 
authors of [6] present a solution for translating from pseudocode to source code, using an 
intermediate transformation represented in XML. Besides, in [14], a source code to pseudocode 
translator is described to make the interpretation of the functionality of the algorithms easier. 
However, none of these have the features of modern IDEs, such as automatic code review and 
completion. In addition, none of these tools provide extensions to measure the quality of the 
algorithms implemented using the specific pseudocode syntax they provide. In this vein, it is 
important to devise environments with an application to educational settings of Science, 
Technology, Engineering and Mathematics (STEM) [2] that provide such usability and quality 
features. Table 1 shows a comparison of the features provided by the above tools. The features 
that we have deemed relevant are the following: 
 
• Capability of translating the pseudocode into multiple languages 
• Automatic completion of some elements of the syntax to facilitate its learning 
• Syntax colouring to easily recognize the keywords of the language 
• Syntactic validation of the algorithms 
• Availability of the syntax of the pseudocode in several languages 
• Support for automatically checking the quality of algorithms through a dedicated static 
code analysis platform 
 
PERSON ET AL.  VARY: AN INTEGRATED DEVELOPMENT ENVIRONMENT... 
  



























No Yes No English No 
SFC editor 
[17] C++ No No No English No 
Pseudogen 




Visual BASIC No No No  English No 








Python No No No English No 
 
4. Software development 
Considering the discussion in the previous section, there are tools in the literature that perform 
automatic translation from algorithms described in pseudocode to multiple programming 
languages. However, these tools do not provide the adequate features for novice programmers. 
Our proposal is a software called Vary for designing, validating, and executing algorithms 
written in pseudocode. It is aimed at people with an interest in Computational Thinking or 
involved in Computational Science. The following sections will describe the features we have 
implemented in the proposed IDE. Figure 1 shows the interface of the Eclipse IDE with the 
Vary plug-ins installed, allowing the design of algorithms. Figure 2 shows the SonarQube 









Fig. 2. SonarQube + Vary plug-ins. 
4.1. Software features 
The main features of the Vary development environment are explained below. 
 
a) Syntax completion. Vary enables users to edit algorithms using a well-defined syntax 
[11], according to a structured programming style. Vary pseudocode includes the most 
common features of a programming language (e.g. variables, assignment sentences, 
selective and iterative structures, logical/arithmetic operators, functions and 
procedures, etc.) It comes with built-in functions and enables defining and importing 
modules made up of functions and procedures. It is possible to define data types, such 
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as arrays, matrices, registers, enumerations, subranges and files. 
 
b) Multi-platform. The software is built with Java and lies on the popular Eclipse IDE 
infrastructure. Thus, the portability is assured, to be able to run on different hardware 
and software platforms. 
 
c) User-friendly capabilities. A number of usability features are embedded in the 
development environment, such as project creation and file import wizards; code 
template libraries with common language structures to aid the final users; code auto 
completion for reserved keywords, subprocess calls and other structures; quick fixes 
for common mistakes, syntax colouring, and code formatting. On the other hand, user 
manuals have been generated so that users can easily start using the tool. 
 
d) Multi-language. Since it is common to use the native language to teach/learn algorithm 
fundamentals, the tool enables algorithm description using various languages, with 
Spanish and English the currently available ones. 
 
e) Code generation. Vary is able to validate the algorithms and show the proper error 
messages. Also, it can generate the algorithm specification in C and C++ source code, 
which can be later directly run within the integrated environment. 
 
f) Source code analytics. A plug-in has been developed for the SonarQube open source 
quality management platform. This plug-in can run static analyses on the algorithm to 
assess its quality. The quality checks have been developed according to several 
guidelines, such as the abuse of global variables, the excessive number of lines of code, 
or whether the program subroutines are well-documented, among others. 
 
g) Extensibility. Vary has been designed taking into account its future extension. The tool 
can be easily extended through adding new syntaxes that conform to the abstract 
pseudocode syntax, as well as including new code generators for other programming 
languages. 
 
Finally, table 2 shows the comparison table shown in section 3 with the features included 
in Vary. 















Vary C, C++ Yes Yes Yes English, Spanish Yes 
4.2. Software Architecture  
The software architecture takes into account both functional and non-functional features 
discussed above. It was devised on the basis of the Eclipse Modeling Project [17], following a 
Model-Driven Development (MDD) [4] approach in order to increase the abstraction level and 
reduce the development effort. 
The metamodel for the abstract language was implemented first, and then the concrete 
syntax for Spanish and English versions of the language were developed. With that aim, the 
Xtext framework6 was used to automatically derive a grammar from the pseudocode 




metamodel. Later, the grammar was customized to fit to the language requirements. Xtend7 was 
used to implement the code generation engine. It facilitated the writing of templates for 
transforming pseudocode models into source code. There are templates available for C and 
C++. The source code for the language grammar, language parser, auto-completion system, 
quick fixes and the rest of user-assistance capabilities, as well as the transformation engine, 
have been packaged as plug-ins that can be deployed on any Eclipse platform. Additionally, 
CDT8 libraries are required for compiling and executing the generated code from within the 
IDE. 
Two plug-ins have been developed to integrate Vary with the SonarQube platform. The 
first plug-in is for developing the pseudocode grammar in a Sonar-compliant format. The 
second plug-in implements the Sonar guidelines rules. In Table 3, general metadata of the 
software project are shown. 
 
Table 3. Code metadata description 
Nr. Code metadata description Value 
C1 Current code version v1.0.9 
C2 Link to code repository used https://github.com/TatyPerson/Vary 
C3 Legal Code License Eclipse Public License (EPL-1.0) 
C4 Code versioning system used GIT 
C5 Software code language, tools and services 
used 
Java, Eclipse Modeling Tools, SonarQube 
C6 Compilation requirements, operating 
environments and dependencies  
JDK 7, Xtext, CDT 
C7 Link to developer documentation/manual http://tatyperson.github.io/Vary/ 
C8 Plug-in for Eclipse link https://marketplace.eclipse.org/content/vary 
C9 Support email for questions tatiana.person@uca.es 
 
5. Evaluation 
5.1. Software evaluation 
The utility, quality, and efficacy of design artefacts must be rigorously checked via accepted 
evaluation methods [18]. In our case, we opted for an evaluation based on software testing, both 
functional and structural.  
With regard to functional testing, an exhaustive test battery was developed and run to ensure 
the fulfilment of Vary requirements. First, the feasibility of the IDE to write some classic 
algorithms was checked. Second, the source code was analysed with SonarQube to observe its 
metrics and quality checks. Third, hand-written algorithm implementations were compared 
with their respective automatically-generated versions. Finally, the C/C++ source code 
implementations were compiled and executed to evaluate the expected results against those 
observed in the output console. 
An example of use of Vary for editing the well-known bubble sort algorithm is presented 
in Figure 1. It depicts the algorithm in pseudocode and its automatically generated equivalent 
in C++. The unfulfilment of a quality guideline rule is depicted in Figure 2. Additional examples 
are available on Vary’s website. 
With regard to structural testing, a static analysis of the Vary software was performed. The 
analysis yielded an A-rating under the SQALE [12] density scale for all the plug-ins developed 
                                                 
7 http://www.eclipse.org/xtend/ 
8 https://eclipse.org/cdt/ 
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for Eclipse and SonarQube. It means a very high level of source code quality. A detailed 
description of the design of the testing plan and results are also available on Vary’s website. 
 
5.2. User evaluation 
In order to check the software validity, we have conducted a first survey for the purpose of 
evaluating the interest in the developed tool by people who are being introduced to 
programming learning. The evaluation was carried out by 42 students enrolled in the subject 
“Introducción a la programación” in the first year of the Degree in Computer Engineering at 
the University of Cádiz (academic course 2016/17). We have asked the following question to 
the students: “Rate your grade according to the statement: I think Vary will make learning to 
program easier for me”. 
As we can observe in figure 3 the results were positive, considering that only 28.6% of the 
students disagreed with the statement. In the light of the results, our students found that Vary 
would help them in their programming learning process. The data used to measure student 
interest is publicly collected on a Google Drive sheet9. 
 
 




In this paper a study has been conducted following a methodology based on Action Research 
with the aim of identifying, firstly, the advantages of using pseudocode in learning 
programming. And secondly, to identify the shortcomings (in the proposal of usability and 
quality measurement features) of existing tools that automatically translate from pseudocode to 
source code. 
Following this goal, a tool called Vary has been developed. Vary allows users to design 
algorithms and automatically generate equivalent executable code. The algorithms support all 
the basic elements of structured pseudocode using a textual notation, while generated programs 
are implemented in C/C++. The tool is targeted for beginners in programming in order to reduce 
the learning curve. Vary can also be useful for computational scientists who design and write 
algorithms for their experiments due to its syntax, which is very similar to the natural language.  





The tool overrides the source code implementation in a programming language, and enables 
its users to acknowledge the transformations from natural language-like into computer-
processable source code. In contrast to other tools (see section 3), Vary becomes more user-
friendly by including facilities such as quick fixes, templates and auto-completion support, and 
source code quality awareness. It makes it possible to incorporate new syntaxes for additional 
native languages and new code generators for other programming languages. In addition, we 
have developed an extension for SonarQube that allows us to check some quality rules on the 
algorithms designed using Vary. 
As a future work, we intend to perform a formal user evaluation in the context of several 
introductory programming courses, as well as in the context of another computational scientists 
or field experts. Furthermore, the tool will be enhanced by developing binding connectors with 
virtual learning environments, by means of the Experience API10 specification. With this aim, 
learners' interactions can be tracked while they are engaged in programming activities. 
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