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機能要求分析における非形式仕様アニメーション手法と支援ツール
A Method and Support Tool for Animation of Informal Specifications in Functional
Requirements Analysis
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Abstract—Requirements analysis based on informal textual
specifications is a common practice in industry. The rea-
son is that the specifications is easy understanding for a
user who is not familiar with technique of software de-
sign or development. However, how to ensure that it is
accurately and effectively done still remains a challenge
due to the limitation in communication between the user
and the analyst. In this paper, we describe a software tool
that supports the automatic transformation from a SOFL
informal specification to UML use case diagrams and the
animation of each function based on its input and output.
The tool also provides various editing functions for the use
case diagrams to support interactive efforts in improving
the expression of the use case diagrams. The reason why we
choose use case diagrams is because the diagrams is similar
with SOFL informal specifications in that the diagram is used
in requirements analysis or definition and the diagram focus
on systems of functions. The reason why the tool animate
functions based on its input and output is that the SOFL
semi-formal or formal specifications are describe inputs and
outputs of function, but informal specifications are not.
1. 序論
システムの要求に対するユーザと開発者との間の認
識の相違は，システムの矛盾や，工程が進んでからの要
求変更，納品されたシステムが本来の用途と合致しな
いなど，重大な問題に波及する．また，設計・開発工程
の成果物はユーザによる確認が難しいため，多くの場
合は認識の相違が発覚せずに工程が進み，問題が大き
くなる．そのため，いかにユーザと開発者の効果的なコ
ミュニケーションを促し，システムへの要求を正確かつ
完全に把握するかが課題になっている．
形式工学手法の一つである SOFL(Structured Object-
Oriented Formal Language)[5]は非形式仕様，半形式仕
様及び形式仕様の三段階の仕様記述形式からなる開発
手法であり，要求分析の場面においては，最も抽象度の
高い非形式仕様記述が用いられる．SOFL非形式仕様記
述は，開発者がユーザの要求を抽象レベルで全面的に
掴み，自然言語で文書化するために，機能，データリ
ソース及び制約を構造化し，簡潔に表す記述法である．
しかしながら，テキストベースの表現によるユーザと
開発者との間のコミュニケーションには限界がある．ま
た，非形式仕様には入出力の記述がないにも拘わらず，
半形式仕様では入出力の情報を扱うため，半形式仕様
の記述者による独自解釈がなされやすい．
 Supervisor: Prof. Shaoying Liu
以上の問題を解決するため，次の 4つの機能を持つ
サポートツールの研究開発を行ってきた．(1)SOFL非形
式仕様を半自動的にUMLのユースケース図に変換する
機能，(2)作成された図を編集する機能，(3)各機能の入
出力を設定・アニメーション化する機能, (4)ツール内
で行われた編集を非形式仕様に反映する機能．それぞ
れの機能の目的は，次の通りである．(1)テキストベー
スな表現である SOFL非形式仕様を図に変換すること
によって表現に多様性を持たせ，暫定的に作成された仕
様への理解をサポートすることでユーザの要望を引き
出し，フィードバックを得ること，(2)フィードバック
に応じた動的な編集を支援することでユーザの要求を，
特に機能に注目して正確かつ完全に反映した非形式仕
様を漸進的に作成すること，(3)入出力の具体的なテス
トデータによって各機能をアニメーション化することで
解析者とユーザの仕様への理解に相違がない事を確認
すること，(4)ツール内の編集内容を非形式仕様に自動
的に反映することで，開発者の手間とミスを減らすこ
と及び，図への変換と同様に表現の多様化によって理解
をサポートすること．
本研究で UML(Unified Modeling Language)[2] の
ユースケース図を利用する理由は，要求分析や要件定
義の場面に使われることが多いこと，システムの機能
に重点を置いていること，機能の表現に階層構造をも
つことが SOFL非形式仕様記述と類似しているためで
ある．また，利用シーンへのイメージを広げることで，
機能への理解を深めるといった狙いもある．
2. SOFL非形式仕様
SOFL非形式仕様は，SOFLの三段階の記述の内最も
抽象度が高く，主に要求分析や要件定義で扱われる．この
仕様の目的は，ユーザの要求を抽象レベルで全面的に掴
み，文書化することである．システムの機能 (Function)，
データリソース (Data resource)，データと機能の制約条
件 (Constraint)を構造化された自然言語で簡潔に定義す
る．それぞれ定義された項目は，低いレベルに分解して
示すことができる．それぞれの項目は ID，内容，関連
する項目の IDをもつ．IDはその項目の番号である．分
解されている場合は，「.」によって区切り，階層的に表
現される．内容は，その項目を自然言語で説明したもの
である．関連する項目の IDは，その項目について関連
する機能，データリソース，制約を，IDを用いて明示
する．図 1に簡易化されたATMシステムの SOFL非形
式仕様の例を示す．
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図 1: SOFL非形式仕様の例
3. UMLユースケース図
UMLユースケース図は， UML [2]で定義されてい
る図の一つで，ユーザの視点で機能を把握するのに役
立ち，主に要求分析や要件定義に利用される．ユース
ケース図は主にユースケース，アクター及びリレーショ
ンによって構成される．ユースケースとはシステムが
外部に提供する機能を表す．アクターはシステムを利用
するユーザや外部のシステムを表す．リレーションはあ
るアクターがあるユースケースが表す機能の実行や機
能の反応を得るといった形で関連性を持つことを表す．
また，複数のユースケースをまとめてシステムの境界
を表すことができる．これをサブジェクトという．サブ
ジェクトなどの図を再利用する場合，パッケージとして
表すことができる．ユースケース図では，ユースケース
は楕円で表し，アクターは主にスティックマンで表す．
また，関連は両者を結ぶ実線で表す．サブジェクトは境
界内に含むユースケースを囲んだ長方形で表す．
4. ツールの概要
本ツールで支援する手法を示すため，ツールの概要
を示す．本ツールの主な機能は大きく分けて以下の 4つ
である．
1) SOFL非形式仕様を半自動的に図へ変換する機
能
2) 作成された図の編集機能
3) 各機能の入出力をアニメーション化する機能
4) ツール内で行われた編集を非形式仕様に反映す
る機能
ツールの全体像を図 2に示す．
4.1. 図への変換機能
自然言語で記述された SOFL非形式仕様を読み込み、
ユースケース図に変換する．この機能の狙いは，表現に
多様性を持たせることによって，暫定的に作成された仕
様への理解をサポートすること，ユーザの潜在的な要望
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図 2: ツールの全体像
を引き出すことである．図表現は厳密ではないが直感
的にわかりやすいため，テキストベースな表現である
SOFL非形式仕様への理解が深まると考えられる．非形
式仕様と図の具体的な対応については 5節で説明する．
4.2. 図の編集機能
図の編集機能の狙いは，図表現によって引き出された
ユーザからのフィードバックへの対応を容易にし，ユー
ザの要求を正確かつ完全に反映した非形式仕様を漸進
的に作成することである．初期段階における顧客から
の要求は潜在的なニーズ (needs)が反映されていないこ
とが多い．というのも，多くの場合ユーザ自身も自らの
ニーズを把握しきれていない．それらを一度にすべて
引き出すことは困難であるため，漸進的に要求の改善
を行う必要があると考えられる．編集をサポートする
ことは，変更が頻繁に起こる漸進的なアプローチにお
いて重要であると言える．
4.3. 入出力のアニメーション化機能
本ツールによって各機能の入出力の具体例を設定し，
アニメーション化することの狙いは，アニメーション化
することで解析者とユーザーの仕様への理解に相違が
ない事を確認することである．特に，SOFL非形式仕様
には入出力に関する記述がないため，入出力の内容に関
する齟齬が発生する確率が高いと考えられる．物事の理
解を深めるのに具体例を示すことは有効である．また，
一般的に人間にとってアニメーションはテキストに比べ
て直感的にわかりやすい．そのため，入出力の具体例を
アニメーションで示すことは，解釈の齟齬を解消するこ
とに対して有効であると考えられる．
4.4. 非形式仕様への反映
ツール内の編集内容を非形式仕様に自動的に反映す
ることで，図と仕様の内容の整合性を保つ作業を自動
化し，図と仕様間の矛盾及び設計者の負担を軽減する
ことが狙いである．ユースケース図との対応は 4.1項と
同様である．入出力との対応は 7節で述べる．
5. SOFL非形式仕様とユースケース図の対応
SOFL非形式仕様において，特に重要である機能の
記述に重点を置き，UML ユースケース図で表現する．
非形式仕様の一つの機能について，一つのユースケース
に対応させる．しかし，機能が分解されている場合は，
その機能をパッケージとして表わす．また，その機能を
サブジェクトとして表して抜き出した図を別に作成す
る．つまり，分解されている機能の項目が n個だった
場合，n+ 1個の図が作成される．非形式仕様とユース
ケース図の対応を図 3に示す
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(a) 対応する非形式仕様
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(b) 対応するユースケース図
図 3: ユースケース図への対応
図 3(a) は，ParentFunctionID を ID に持つ機
能 ParentFunctionName に注目して抜き出した非
形式仕様の一部である．また，図 3(b) は前述の非形
式仕様 ParentFunctionName をサブジェクトとし
て表した図である．図内のアクターは，ユースケー
ス図であることを認識しやすいように付け足した
仮想のものである．ParentFunctionName は n 個
の Function FunctionName 1; :::; FunctionName n
に分解されている．その内 FunctionName i の
み，下位のレベルに分解されている．そのため
FunctionName 1; :::; FunctionName n に 対 応 し
た図形が合計 n 個，サブジェクトに含まれており，
FunctionName iのみパッケージとして表され，他は
ユースケースとして表されている．本文では記してい
ないが，FunctionName i も ParentFunctionName
と同様に，サブジェクトとして表して抜き出したユー
スケース図が記述される．
ユースケース図に含まれるアクターやリレーション
は，SOFL非形式仕様に含まれない情報である．そのた
め，ツールの利用者が編集を行う必要がある．この編
集を通して，システムの利用シーンへの理解を支援し，
システムに対する解釈の相違の解消を促す狙いがある．
ユースケース記述に決まった形式はないが，一般に事前
条件・事後条件・基本的なイベントフロー・例外的なイ
ベントフロー・シナリオ・備考などを含む．これは非形
式仕様の制約の記述と深く関係する．そのため，備考と
して関連する制約の一覧を作成する．
6. 入出力のアニメーション化
各機能について，任意の数の入力および出力の集合
を記述する．また，入出力について，入出力の具体値の
パターンを記述し，アニメーション化できる．記述した
入出力は，単一のプロセスに注目したデータフロー図
(DFD)のような形で表す．ただし，DFDが表すのはシ
ステム内でのデータの流れであるのに対し，本ツール
で表現するのは，システムの外部から見たデータの入
力と，それに対する出力である．
6.1. 入出力名の記述
各機能に対して，どのような入力と出力が存在する
か記述する．各入出力は，データの意味を表す名称をも
つ．図上では，矢印に名称を添えた形で表す．入力を表
す場合はプロセスへ向かう矢印，出力はプロセスから
他の方向へ向かう矢印で表す．ただし，全ての入力と出
力が一度に利用されるとは限らない．
6.2. 関係するデータストアの設定
データストアについても表現する．データフロー図
ではデータの流れに注目しているため，プロセスとデー
タストア間の関係もデータフローとして表現される．し
かしながら，本ツールで注目しているのはシステム外部
から見た機能の動作とデータの入出力である．よって，
プロセスとデータストアが内部的にどのような情報をや
り取りしているかは重要ではないと考えられる．また，
SOFLではデータフロー図を拡張した CDFDが用いら
れるが，データストアとプロセスの関係は，データスト
アの編集を行うかあるいは読み取りだけであるかに注
目して表現される．そのため，本ツールではデータスト
アとプロセスの関係は CDFDの表現を用いる．プロセ
スがデータストアの読み取りのみを行う場合はデータ
ストアからプロセスへ向かう矢印で，プロセスがデー
タストアを変更する場合はプロセスからデータストア
へ向かう矢印で表現する．
6.3. 入出力の具体値の設定およびアニメーション化
プロセスに対し，代表的な入出力のパターンとし
て，入出力の具体値とその具体値の説明の集合を複
数設定し，アニメーション化する．入出力の名前が
Name，具体値が SpecificV alueのとき，矢印の添え
字はName; SpecificV alueと表現する．ある入出力の
具体値が記述されない場合，その入出力パターンでは，
その入出力は利用しないと解釈し，薄い色で表すことで
利用しないことを表現する．また，入力と出力の説明に
ついては，テキスト領域を用意し，そこにまとめて記述
される．例として，表 1を入出力とし，「すべてのカス
タマの口座情報」というデータを参照する機能，「パス
ワードの認証」のアニメーション実行のイメージを図 4
に示す．
アニメーションは入力，データストアとプロセスの
関係，出力の順に行われる．開始時は図 4(a)の様にプロ
表 1: 入出力の例
名前 具体値 説明 入出力　
account No. 1234567
カスタマの口座情報に
存在する 入力
Pass 1234
カスタマの口座情報の
パスワードと一致する 入力
Error message 出力
notification 認証完了 出力
セスとデータストアのみ表示されている．まず図 4(b),
4(c) の様に，入力 accountNo:，Pass の順にアニメー
ションが行われる．それぞれ具体値を説明する内容が示
されているので，図のテキスト領域にその内容が追加さ
れている．次に，図 4(d)の様にデータストアとプロセス
を結ぶ矢印がアニメーションされる．出力の表示だが，
今回 Errormessageは利用されないので具体値が定義
されていない．そのため，図 4(e)の様にErrormessage
薄く描画し，利用しないことを表現する．最後に図 4(f)
の様に notificationを描画し，アニメーションを完了
する．
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(b) 入力の反映 1
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(c) 入力の反映 2
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(d) データリソースの反映
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(e) 出力の反映 1
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(f) 出力の反映 2
図 4: アニメーションのイメージ
7. 入出力の図と SOFL非形式仕様の対応
入出力については，非形式仕様の機能の表現を拡張
して表現する．また，非形式仕様のデータリソースを，
データフロー図のデータストアとして表現する．非形
式仕様と入出力図の対応を，図 5に示す．
7.1. 入出力と機能の対応
SOFL非形式仕様の構造については既に節 2で述べ
た．しかし，現状の構造ではある機能に対する入出力を
非形式仕様内で表す方法は定義されていない．本ツール
では，非形式仕様の一つの機能の内容を PRN(Production
Rule Notation) [6]の基本文を元にした表現を新たに定
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(a) 対応する非形式仕様

	










			
 			
 			

(b) 対応する入出力図
図 5: 入出力の非形式仕様への対応
義する．n個の入力を I1, I2, I3, ..., In ，m個の出力を
O1; O2; O3; :::; Omとし，機能の内容をFunctionName
とすると以下の形で表される [I1; I2; I3; :::; In] <
FunctionName > [O1; O2; O3; :::; Om]．ただし，入力
または出力が存在しない場合，前後の括弧「[」，「]」と
その中身は省略される．つまり，出力のみを持つ場合
は < FunctionName > [O1; O2; O3; :::; Om]，入力の
みを持つ場合は [I1; I2; I3; :::; In] < FunctionName >
と表現する．また，入出力を持たない場合は拡張した記
法は用いずに，単に FunctionName と表現する．
図 5(a)では，FunctionNameが拡張された形で記
述されており，n個の入力 I1; I2; I3; :::; In及びm個の
出力 O1; O2; O3; :::; Om が記述されている．それに対
応して図 5(b) でもプロセス FunctionName への入力
を表す n 個のデータフロー I1; I2; I3; :::; In 及びプロ
セス FunctionName からの出力を表すデータフロー
O1; O2; O3; :::; Omが表現されている．
7.2. 図のデータストアと仕様のデータリソースの
対応
データフロー図に定義されたデータストアは，非形
式仕様のデータリソースの概念に類似すると考えられ
る．そのため，非形式仕様内のデータリソースを，デー
タストアとして表現する．どのデータストアとプロセ
スが関係を持つかは，非形式仕様のデータリソースに，
関連する機能として明示することで表現する．6.2項で
述べた通り，プロセスとデータストアの関係は矢印で表
す．しかし，参照のみであるか編集も行うかという情報
は図でのみ表現され，非形式仕様では表現されない．
図 5(a)では DataID 1, DataID 2, ..., DataID n
を ID に持つ n 個のデータリソース DataName 1,
DataName 2, ..., DataName n が，FunctionName
と関連を持つと明示されている．そのため図 5(b)では
n 個のデータストア DataName 1, DataName 2, ...,
DataName nが定義されている．図では全てのデータ
リソースがプロセス FunctionNameから参照のみされ
ると矢印によって表現されている．これは非形式仕様に
参照のみであるか編集も行うかという情報を表現でき
ないためである．非形式仕様から自動的に図を作成す
るときは，安全のため参照のみ行うと定義する．ある機
能がデータの編集を行う場合，ユーザが編集する必要
がある．
8. 支援ツールの実装
C# .NetFrameWork 4.6.1 で実装し，IDE には Mi-
crosoft Visual Studio2017を使用した．また，動的な線
の描画にMicrosoft.VisualBasic.PowerPacksを利用した．
ツールの実行画面を図 6に示す．
図 6: 実行イメージ
右に構造を表すTreeView，真ん中にユースケース図，
左に入出力の図が表示されている．また，ユースケー
ス図内のユースケース「口座番号とパスワードの照合」
の上にマウスポインタがあるため赤く表示され，横に自
身の項目番号と，自身が関連付けられている項目の内
容が表示されている．また，選択状態になっているため
テキストボックスが表示され，名称の編集が可能になっ
ている．
9. ケーススタディ
図 1 の非形式仕様を例に，ケーススタディを行う．
まず，非形式仕様の読み込みとユースケース図の編集を
行う．図 7は非形式仕様によって生成された最上位の
ユースケース図である．編集前の図 7(a)では各機能に
対するユースケースが生成されている．振り込みについ
ては，下位の機能があるのでパッケージとして表現され
ている．アクターは自動的に 2つ追加されたデフォルト
状態である．編集後の図 7(b)では，アクター名が編集
され，リレーションが追加されている．これによって，
それぞれの機能を，誰に対して提供するべきなのかが
明確になった．また，銀行員に注目すると，元の仕様に
口座の開設があるのにも関わらず口座の解約の機能が
記述されていないことが問題に上がる．今回は潜在的
な要求だったとして，編集後では追加されている．
次に，ユーザが外部から見て入出力がある機能につ
いて，入出力のアニメーションを行い理解を深める．図 8
はお金の引き出し機能についてのアニメーションの図で
ある．非形式仕様では引き出し額の上限は制限されて
いない．そのため，図 8(a)は仕様に則っているはずで
ある．しかし，ユーザが条件を網羅的に考慮していると
(a) 編集前
(b) 編集後
図 7: ケーススタディ：ユースケース図の編集
は限らないため，ユーザの潜在的な要求は図 8(b)であ
ることも考えられる．そのため，アニメーションによっ
てさまざまな条件を表現し，ユーザの潜在的な要求を
抜き出す．
以上が一通りの流れであるが，一度にすべての情報
が得られるとは限らないため，以上のような確認と改
良をくり返すことで，理解の相違を限りなく 0に近づ
けることを目指す．
10. 考察と今後の課題
本ツールでは，テキストによる SOFL非形式仕様の
表示は可能である．しかしながら，テキストによる非形
式仕様の編集は外部のツールが担い，そのツールの保
存情報を読み取ることでツールに適応する形になって
いる．これは，本ツールが扱っている情報のほとんどが
非形式仕様の機能に依存していることに起因する．と
いうのは，ある機能を誤って削除した場合，それに依存
するユースケースの情報や入出力の情報も失われてし
まう．テキストによる編集は構造に関係なく行われるの
で，このような誤操作による情報の損失が起きやすく
なると考えられる．そのため，図による編集に限定して
いる．しかしながら，複数のツールを用いることは必要
な作業を増やし，コミュニケーションを阻害すると考え
られる．よって，構造に対応した非形式仕様の編集機能
をツールに実装する必要があると考えられる．
ユースケース図の作成はサポートしているが，詳細
なユースケース記述の作成関しては本ツールでは扱って
(a) 仕様通りの解釈
(b) 潜在的な要求
図 8: ケーススタディ：入出力
いない．そのため，イベントフローやシナリオに関する
記述はほとんどない．これらの情報はシステムへの理解
に重要であると考えられるため，ユースケース記述を
扱うことで，より仕様への理解が深まると考えられる．
現状のアニメーションの設計では一つのプロセスと
データフローのみ扱っている．これはデータフロー図
が，システム内のデータの流れを表しているのに対し，
本手法では外部から見たデータの流れを表しているこ
とに起因する．しかしながら，例えば利用者認証など，
他の機能とセットで扱われる機能も存在する．そのた
め，複数の機能を対象としたアニメーションの実装も必
要であると考えられる．また，複合データや列，集合な
どの単一の値で示すことができないデータや極端に多
い文字で示されたデータを，限られた領域にどのよう
に表現するかという課題がある．
11. 関連研究
SOFL非形式仕様から視覚表現への変換を取り上げ
たものは少ないが，テキストによる仕様と視覚的表現を
関連付ける様々な方法が研究されてきた．Deva Kumar
ら [4], [3]は，自然言語処理とドメインオントロジーに
よって自然言語の仕様からUMLユースケース図やクラ
スモデルへの変換を行うツール開発を行った．我々の
ツールでは，構造化された自然言語で表される SOFL非
形式仕様を用いることによって自然言語処理省略する代
わりに，自然言語の言い回しや言語の違いによる曖昧
性が図の構造に影響しない．Alsaadi[1]は，逆に UML
のクラスから自然言語へ変換の方法を提案した．また，
Colin Snook と Michael Butler[9]は，厳密だが理解に数
学的知識が求められる形式仕様と視覚的でわかりやす
いが厳密性に欠けるUMLを関連付け，相補的に表現を
行う設計方法を確立した．形式仕様 Bは我々が対象に
している SOFL非形式仕様はよりも抽象度が低いため，
より下流の工程での利用が適する．W. R. Smith[8]は，
NewtonScriptで知られるプロトタイプベースの言語が
クラスベースの言語よりも，オブジェクト指向のユー
ザーインターフェースに適していることを検討した．ま
た，Memmel[7]らは，忠実性の高いアジャイルプロト
タイピングをユーザーインターフェースの視覚的仕様と
して扱うことで，設計者とステークホルダーの協調的
な設計を促す方法を提案した．我々のツールが機能に重
点を置いているのに対して，視覚的な仕様に重点を置
いている．
12. 結び
テキストベースの仕様書による要求分析は一般的だ
が，要求分析におけるユーザと開発者の厳密かつ効率的
なコミュニケーションを促すことが課題になっている．
本紙では，SOFL非形式仕様を半自動的に図に変換する
機能，作成された図の編集する機能及び各機能の入出
力の事例をアニメーション化する機能を持ったサポート
ツールを開発することで解決を試みている．SOFL非形
式仕様に対する図は，UMLユースケース図を基に行っ
た．このツールにより，テキストベースな SOFL非形
式仕様に図による表現が与えられた上，フィードバック
に応じてその場で図表現を編集することをサポートし
た．また，各機能の入出力のアニメーションは，デー
タフロー図を参考にデザインを行った．これによって，
SOFL非形式仕様に含まれていないにも関わらず SOFL
半形式仕様や形式仕様に重要な情報である入出力に関
する情報に対するコミュニケーションをサポートした．
入出力に関して，複雑な構造や条件のデータの表現は
十分な提案が必要である．
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