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Uma das estrate´gias mais eficientes de alocac¸a˜o de registra-
dores e´ baseada na colorac¸a˜o por grafos. Este trabalho des-
creve uma nova te´cnica para trocar as cores em um grafo de
interfereˆncia que minimiza a inserc¸a˜o de co´digo para acesso
a memo´ria. Para isso, o alocador de George e Appel foi de-
senvolvido de duas maneiras: com a etapa de troca de cores
ativada e desativada. Foram realizados experimentos com
um conjunto de 27.921 grafos de programas reais. Os re-
sultados mostraram que em alguns casos foi poss´ıvel reduzir
a quantidade de varia´veis enviadas a` memo´ria em mais de
12%.
Palavras-Chave
Minimizac¸a˜o de acesso a` memo´ria, Alocac¸a˜o de registrado-
res, Colorac¸a˜o por grafos.
ABSTRACT
Graph coloring is one of the most effectiveness approaches
to perform register allocation. This work describes a new
approach to flip colors in an interference graph to minimize
the code insertion for accessing memory. To evaluate the
impact of using this strategy in the graph coloring register
allocator, a George and Appel allocator has been developed
in two ways - flipping the colors and without flipping the
colors in the interference graph. Experiments with a set of
27,921 graphs of real programs were performed. In some
cases, our results showed over 12% of reduction in number
of variables sent to memory.
Categories and Subject Descriptors
D.3.4 [Programming Languages]: Processors—Code ge-
neration, Compilers, Optimization
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Access memory minimization, Register allocation, Graph co-
loring.
1. INTRODUÇÃO
A alocac¸a˜o de registradores e´ uma das otimizac¸o˜es mais
importantes em compiladores e desempenha um papel cr´ı-
tico na eficieˆncia do co´digo gerado [4]. Um bom alocador
pode produzir um co´digo 250% mais ra´pido do que um alo-
cador simples [11]. A tarefa primordial da alocac¸a˜o de re-
gistradores e´ mapear valores locais e tempora´rios para um
conjunto restrito de registradores f´ısicos dispon´ıveis no pro-
cessador da ma´quina. Quando o nu´mero de varia´veis em
uso no programa e´ maior que o nu´mero de registradores,
o alocador deve escolher quais varia´veis sera˜o armazenadas
na memo´ria. Isso acarreta um tra´fego na˜o desejado entre o
processador e a memo´ria, pois o acesso a mesma aumenta o
consumo de poteˆncia e penaliza o desempenho do executa´-
vel. O consumo de poteˆncia e´ um fator cr´ıtico na tecnologia
da informac¸a˜o. Em 2006 a taxa de consumo de poteˆncia dos
data centers foi de 3 bilho˜es de kWh nos EUA [9]. Atual-
mente, a energia gasta para suprir os data centers mundiais
representa cerca de 1.500 TWh anualmente, o que e´ equi-
valente a energia gerada pelo Japa˜o e a Alemanha juntos
[10]. Portanto, minimizar o acesso a memo´ria pode ir muito
ale´m de melhorar a eficieˆncia dos softwares atuais. Implica
tambe´m, na reduc¸a˜o da energia e custos necessa´rios para




Umas das estrate´gias mais eficientes para lidar com o pro-
blema da alocac¸a˜o de registradores e´ por colorac¸a˜o de grafos
[6, 4, 8]. Para isso, um programa e´ representado como um
grafo de interfereˆncia G = (V,E), onde V e´ o conjunto de
ve´rtices e E o conjunto de arestas. Cada ve´rtice em G re-
presenta uma varia´vel tempora´ria. Uma aresta conectando
dois ve´rtices vi e vj simboliza uma interfereˆncia e significa
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Figura 1: A troca de cores evitando que o live range
f va´ para a memo´ria.
que vi e vj na˜o podem ocupar o mesmo registrador. Para
colorir G com K cores, onde K denota o nu´mero de registra-
dores dispon´ıveis na ma´quina, ve´rtices com no ma´ximo k−1
vizinhos sa˜o removidos do grafo, pois podem ser coloridos
facilmente. Se restarem apenas ve´rtices com um nu´mero
de vizinhos ≥ K, um deles e´ escolhido como candidato a
ser enviado para memo´ria. Os ve´rtices sa˜o enta˜o coloridos
em ordem inversa a` remoc¸a˜o. Para cada ve´rtice e´ atribu´ıda
uma cor diferente daquelas ja´ atribu´ıdas aos seus vizinhos.
Se na˜o houver nenhuma cor dispon´ıvel e´ necessa´rio inserir
instruc¸o˜es load-store para carregar e armazenar a varia´vel
na memo´ria, o que acarreta dano de desempenho ao execu-
ta´vel gerado. O problema para minimizar o acesso a memo´-
ria e´ ainda um campo aberto em alocac¸a˜o de registradores,
mesmo com heur´ısticas bastante eficientes como a estrate´gia
de colorac¸a˜o por grafos.
Em 1989 Bernstein et al. [3] criou uma heur´ıstica mais
inteligente para escolher o ve´rtice que seria enviado a` memo´-
ria que ficou conhecida como best-of-three. Em 1992 Briggs
et al. [5] elaborou uma forma de recalcular valores em uma
u´nica instruc¸a˜o que dispensava a necessidade de enviar valo-
res constantes para memo´ria. Trabalhos posteriores - Berg-
ner et al [2], Cooper e Simpson [7] - desenvolveram mecanis-
mos para enviar um ve´rtice parcialmente para a memo´ria,
reduzindo o nu´mero de instruc¸o˜es load-store inseridas.
Este artigo tem com objetivo apresentar uma te´cnica ba-
seada em troca de cores no grafo de interfereˆncia para mini-
mizar a quantidade de acessos a memo´ria no co´digo gerado
pela alocac¸a˜o de registradores. Diferentemente das outras
estrate´gias de minimizac¸a˜o a troca de cores evita totalmente
o acesso. Isso e´ feito a partir de um processo de rearranjo
de cores no grafo de interfereˆncia. Essa abordagem pode
ser usada em conjunto com outras te´cnicas de minimizac¸a˜o
de acessos a memo´ria para produzir um resultado global no
co´digo gerado ainda melhor.
3. TROCA DE CORES
A troca de cores e´ uma nova estrate´gia para minimizar a
quantidade de co´digo para acesso a` memo´ria na alocac¸a˜o de
registradores por colorac¸a˜o de grafos. Quando um ve´rtice vi
e´ escolhido para ser enviado a` memo´ria, a troca de cores e´
acionada para tentar rearranjar as cores no grafo de modo
que uma cor possa se tornar dispon´ıvel para vi. A Figura
1 mostra um grafo G com k = 3 que tem o ve´rtice f como
candidato a` memo´ria. Ao acionar a troca de cores as cores
em G sa˜o rearranjadas de modo que f e´ alocado para R1 e
uma colorac¸a˜o va´lida e´ encontrada para G sem a necessidade
de qualquer acesso a` memo´ria.
A troca de cores pode ser dividida em dois mo´dulos ba´si-
cos. O primeiro e´ responsa´vel por encontrar um conjunto de
(a) Primeira res-
tric¸a˜o violada
(b) Segunda restric¸a˜o vi-
olada.
(c) Terceira restric¸a˜o violada.
Figura 2: Exemplos de subgrafos que violam as res-
tric¸o˜es de troca.
ve´rtices candidatos para troca de cores que devem cum-
prir treˆs restric¸o˜es de troca. O segundo por averiguar se
algum dos ve´rtices candidados encontrados no mo´dulo an-
terior satisfaz uma das duas condic¸o˜es de troca. Quando
um ve´rtice na˜o violar nenhuma restric¸a˜o de troca e cumprir
ao menos uma condic¸a˜o de troca e´ poss´ıvel modificar sua cor
e usar a antiga para colorir o ve´rtice candidato a` memo´ria.
3.1 Restrições de troca
A primeira restric¸a˜o de troca deve garantir que o ve´rtice
candidato tem cor u´nica entre os vizinhos do ve´rtice alvo.
No subgrafo mostrado na Figura 2a s e´ um ve´rtice alvo que
conte´m dois vizinhos de mesma cor. Portanto os ve´rtices x
e y violam a primeira restric¸a˜o de troca.
A segunda restric¸a˜o de troca garante que a cor do ve´rtice
candidato na˜o faz parte de um conjunto de ve´rtices pre´-
coloridos - ve´rtices que simbolizam registradores f´ısicos - que
interferem com o ve´rtice alvo. No subgrafo da Figura 2b o
ve´rtice w e´ o u´nico entre os vizinhos do ve´rtice alvo s colorido
com 1. No entanto, R1 interfere com s, o que faz w violar a
segunda restric¸a˜o de troca.
A terceira restric¸a˜o de troca so´ e´ acionada quando se busca
ve´rtices candidatos de modo indireto, i.e, o ve´rtice alvo e´
tambe´m um ve´rtice candidato. Considere um grafo G =
(V,E), e que a ∈ V tem um conjunto de ve´rtices candidatos
X = {b, c}, enta˜o a terceira restric¸a˜o de troca deve garantir
que os ve´rtices candidatos de b e c na˜o interfiram com a.
No subgrafo da Figura 2c w e´ um ve´rtice candidato de s
e um ve´rtice alvo ao mesmo tempo. Quando se procura
por ve´rtices candidados de w descobre-se que z na˜o viola a
primeira e a segunda restric¸a˜o de troca, mas viola a terceira
por interferir com s.
3.2 Condições de troca
A primeira condic¸a˜o de troca lida com a subutilizac¸a˜o de
cores que os ve´rtices pre´-coloridos acarretam em um grafo de
interfereˆncia. Considere um ve´rtice v em G que tem k regis-
tradores dispon´ıveis com n ve´rtices vizinhos, x1, x2, ..., xn.
Para que v seja marcado como candidato a` memo´ria e´ ne-
cessa´rio que n ≥ k e que cada xi tenha grau ≥ k. No
entanto, se v interferir com um ve´rtice pre´-colorido, e´ pos-
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Figura 3: Exemplo de grafo onde a primeira condi-
c¸a˜o de troca e´ satisfeita
s´ıvel que algum xi tenha outra cor dispon´ıvel. A Figura 3
mostra um exemplo de grafo G com k = 4, que satisfaz a
primeira condic¸a˜o de troca. Ao tentar colorir o grafo e´ cons-
tatado que g e´ um ve´rtice candidato a` memo´ria. Ao acionar
a troca de cores verifica-se que d, f e e sa˜o ve´rtices candida-
tos de g. Como e tambe´m pode ser colorido com 3, a cor 2
e´ disponibilizada para g.
A segunda condic¸a˜o de troca precisa operar, no mı´nimo,
sobre treˆs ve´rtices diferentes. Por isso, so´ e´ acionada a par-
tir da segunda camada de ve´rtices candidatos. Seja s um
ve´rtice candidato a` memo´ria em um grafo G e x um ve´rtice
candidato de s. Para que y seja um ve´rtice candidato de
x, a segunda condic¸a˜o de troca deve garantir que y na˜o in-
terfere com s. Na Figura 1 d e´ um ve´rtice candidado de b.
Como d na˜o interfere com f a segunda condic¸a˜o de troca e´
satisfeita.
4. METODOLOGIA
Para avaliar a estrate´gia de troca de cores, foi realizada
uma ana´lise comparativa entre a colorac¸a˜o de grafos sem a
troca de cores e com a adic¸a˜o do passo de troca de cores.
Para isso, foi utilizado o conjunto de 27.921 grafos de inter-
fereˆncia disponibilizados por Appel e George [1]. Estes gra-
fos foram gerados a partir da auto-compilac¸a˜o do SML/NJ
(Standard ML of New Jersey), um compilador para a lingua-
gem Standard ML ’97, com o intuito de testar novas te´cni-
cas de alocac¸a˜o de registradores por colorac¸a˜o de grafos. As
amostras assumem que existem vinte e uma ou vinte e nove
cores (K = 21 ou K = 29) dispon´ıveis para colorir os grafos.
No entanto, nenhuma informac¸a˜o sobre o custo de enviar um
ve´rtice para memo´ria e´ fornecida, e tampouco o co´digo que
o grafo de interfereˆncia representa. Isso limita a ana´lise de
duas formas: primeiro, quando na˜o ha´ cores dispon´ıveis na˜o
e´ poss´ıvel escolher qual ve´rtice enviar para memo´ria e se-
gundo, na˜o e´ poss´ıvel reconstruir o grafo de interfereˆncia.
Para lidar com a primeira limitac¸a˜o, foi assumido que to-
dos os ve´rtices no grafo tem custo igual a 1, assim o ve´rtice
de maior grau sempre e´ escolhido como candidato a` memo´-
ria. E para lidar com a segunda limitac¸a˜o, os algoritmos sa˜o
aplicados apenas na primeira lista de ve´rtices candidatos a`
memo´ria do grafo atual, depois prossegue-se para ana´lise do
grafo subsequente.
Para realizar a ana´lise, primeiramente, implementou-se,
em linguagem C++, a te´cnica por colorac¸a˜o de grafos como
proposto em George e Appel [8] sem considerar instruc¸o˜es
de co´pia. Posteriormente, foi adicionada a essa implemen-
tac¸a˜o a troca de cores de maneira a permitir habilita´-la ou
Figura 4: Metodologia: Toma-se como entrada os
27.921 grafos fornecidos por Appel e George [1] que
sa˜o passados pela aplicac¸a˜o e, no final, se obte´m
como sa´ıda o nu´mero de ve´rtices candidatos a` me-
mo´ria evitados.
desabilita´-la, como pode ser visto na Figura 4. O programa
foi executado para quatro configurac¸o˜es de cores diferentes:
4, 8, 12, e 16. Para cada uma das configurac¸o˜es, o programa
foi executado com e sem a troca de cores habilitada. A partir
das execuc¸o˜es, foi poss´ıvel identificar o nu´mero de ve´rtices
candidatos a` memo´ria que foram evitados com a adic¸a˜o da
estrate´gia de troca de cores a` colorac¸a˜o de grafos e quais
foram as condic¸o˜es de troca mais recorrentes.
5. RESULTADOS E DISCUSSÃO
Existem muitas medidas de comparac¸o˜es razoa´veis para
se medir a qualidade de um bom alocador de registradores:
tempo de compilac¸a˜o, requerimentos de espac¸o, eficieˆncia
do co´digo executa´vel produzido, etc. O objetivo principal
da troca de cores e´ melhorar a eficieˆncia do co´digo gerado
por alocadores que usam a estrate´gia cla´ssica de colorac¸a˜o
por grafos. Embora um custo adicional de espac¸o e tempo
seja introduzido, quando a troca de cores e´ acoplada ao fra-
mework desses alocadores, a tendeˆncia e´ que na˜o provoque
grandes danos de desempenho, uma vez que opera sobre por-
c¸o˜es bastante limitadas do grafo.
Para medir os resultados da troca de cores um experi-
mento principal foi elaborado. Nele toma-se um conjunto de
27.921 grafos de interfereˆncia disponibilizados por Appel e
George [1], e avalia-se quantos candidatos a` memo´ria foram
poss´ıveis evitar usando-se a troca de cores. Os resultados
deste experimento podem ser vistos na Tabela 1.
E´ poss´ıvel perceber que quanto maior o nu´mero de regis-
tradores, mais efetivo se torna a troca de cores, isso prova-
velmente se deve ao fato de que a disposic¸a˜o combinato´ria
de cores no grafo cresce com o aumento de registradores e
mais oportunidades de troca se tornam poss´ıveis. Outro fa-
tor a ser observado e´ que embora a troca de cores gere mais
ve´rtices candidatos a memo´ria, uma parcela considera´vel dos
mesmos e´ colorida, o que faz a troca de cores ser mais efetiva
em todos os casos considerados.
Tambe´m e´ importante ressaltar que a medida do teste esta´
em termos da reduc¸a˜o de ve´rtices enviados a memo´ria e na˜o
em termos da reduc¸a˜o do nu´mero de instruc¸o˜es load-store
inseridas. No algoritmo de alocac¸a˜o de registradores por co-
lorac¸a˜o de grafos, quando um ve´rtice e´ enviado a` memo´ria
sa˜o inseridas diversas instruc¸o˜es load-store para carregar e
armazenar o seu valor. Ao alocar um registrador para esse
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Tabela 1: Quantidade de candidatos a` memo´ria evi-
tados para os 27.921 grafos fornecidos por Appel e
George [1]. K : nu´mero de cores dispon´ıveis; Ge-
orge - Total : nu´mero total de candidatos a` memo´ria
sem a troca de cores; Cond1 : nu´mero de candida-
tos a` memo´ria evitados com a primeira condic¸a˜o de
troca; Cond2 : nu´mero de candidatos a` memo´ria evi-
tados com a segunda condic¸a˜o de troca; Total : Nu´-
mero total de candidatos a` memo´ria com a troca de
cores; Reduc¸a˜o: porcentagem total de candidatos a`
memo´ria evitados somando-se a primeira e segunda
condic¸a˜o de troca.
K George - Total Cond1 Cond2 Total Reduc¸a˜o (%)
4 159.308 3.698 5089 160.447 4,80
8 31.417 1.418 1154 31.954 6,48
12 10.170 509 517 10.371 8,11
16 3.931 270 290 3.998 12,54
ve´rtice, a troca de cores dispensa a necessidade de inserir
instruc¸o˜es load-store. Isso fornece um impacto ainda maior
na reduc¸a˜o de acessos a memo´ria usando-se troca de cores,
quando comparado com outras te´cnicas que fazem suas me-
dic¸o˜es em termos de reduc¸a˜o de instruc¸o˜es load-store. Como
exemplo de tais te´cnicas pode-se destacar o best-of-three de
Bernstein et al. [3] e a rematerializac¸a˜o de Briggs et al. [5]
ambas com uma reduc¸a˜o de ate´ 20%, A te´cnica de Bergner
et al. [2] com uma reduc¸a˜o me´dia de 33%, e a de Cooper e
Simpson [7] com uma reduc¸a˜o de 17,9%. Como a troca de
cores na˜o ira´ inserir nenhuma instruc¸a˜o load-store para cada
ve´rtice evitado, a tendeˆncia e´ que sua taxa de reduc¸a˜o em
termos de instruc¸o˜es load-store seja ainda maior.
6. CONCLUSÃO
Neste artigo foi mostrado que e´ poss´ıvel usar a troca de co-
res para reduzir o nu´mero de instruc¸o˜es load-store durante
a alocac¸a˜o de registradores por colorac¸a˜o de grafos. Dife-
rentemente das outras abordagens que procuram minimizar
parcialmente os candidatos a` memo´ria, essa estrate´gia na˜o
assume que o live range sera´ enviado para a memo´ria, mas
procura recolorir os ve´rtices no grafo de tal modo que o can-
didato seja integralmente evitado. Os resultados com o con-
junto de grafos disponibilizados por Appel e George [1] apre-
sentou, no melhor caso, uma reduc¸a˜o de mais de 12% dos
ve´rtices candidatos em comparac¸a˜o com a estrate´gia cla´s-
sica de alocac¸a˜o de registradores. Isso sugere que a troca
de cores e´ uma te´cnica efetiva para reduzir a quantidade de
instruc¸o˜es load-store introduzidas no co´digo gerado. Como
apresentado em Tiwari et al. [12] instruc¸o˜es que envolvem
acesso a` memo´ria sa˜o muito mais energeticamente custosas
do que as que envolvem apenas acesso a registradores. Se-
gundo o relato´rio apresentado por Mark P. Mills [10], CEO
do Digital Power Group, os ecossistemas de tecnologias de
comunicac¸a˜o e informac¸a˜o representam 10% de toda a ener-
gia gerada no mundo. Portanto, reduzir o acesso a` memo´ria
representa diminuir o consumo de energia mundial.
6.1 Atividades futuras
Existem quatro formas de questo˜es distintas que ainda
precisam ser exploradas: (i) otimizac¸o˜es: realizar um es-
tudo cuidadoso do algoritmo de troca de cores e analisar
diversos grafos de programas reais a procura de poss´ıveis
melhorias; (ii) problemas abertos: encontrar fatores que be-
neficiam e prejudicam a troca de cores, ale´m de estudar a
natureza dos grafos gerados no processo de auto-compilac¸a˜o
do SML/NJ e compara´-la com a de outros benchmarks; (iii)
questo˜es de implementac¸a˜o: acoplar a atual implementac¸a˜o
ao framework LLVM para possibilitar a ana´lise de outros
benchmarks que exigem a execuc¸a˜o do co´digo gerado; (iv)
melhoria nos experimentos: realizar a ana´lise de outros ben-
chmarks, tais como: SPEC CPU2006, MEDIABENCH II e
a switch de testes disponibilizada pelo LLVM.
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