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Abstrakt 
V oblasti počítačové grafiky se často setkáváme s vykreslováním velmi rozsáhlé krajiny. I přes 
výkony dnešních počítačů se jedná o velmi náročné výpočty. Jsou proto vyvíjeny algoritmy, které 
snižují úroveň detailu a vykreslují jen tu část krajiny, jenž je pro pozorovatele viditelná. Tato práce se 
zabývá popisem jednoho z těchto algoritmů a jeho různými modifikacemi. Součástí problému je také 
samotné vytváření hierarchie dlaždic krajiny, se kterou by mohl daný algoritmus pracovat. 
Výsledkem  práce je potom implementace daného problému v knihovně OpenSceneGraph. 
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Abstract 
Rendering of large terrain is common problem in 3D computer graphics. Even if we have high-tech 
hardware equipment today, there is still a lot of high computational demand. Therefore new 
algorithms are developed. These algorithms include level of detail rendering and culling objects in 
dependence on view of camera. This bachelor thesis describes one of these algorithms and its 
modifications. Part of the problem is also creation of tiles hierarchy for these algorithms. Result of the 
thesis is application implemented in OpenSceneGraph. 
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1 Úvod 
 
Tato práce se zabývá zobrazováním rozsáhlé krajiny v reálném čase. S vizualizací takovéto scény se 
můžeme setkat v aplikacích jako jsou počítačové hry, simulátory, geografické informační systémy 
apod. Zobrazování rozsáhlé krajiny je ovšem i přes výkony dnešních počítačů stále velmi náročné. Je 
tedy nutné určit, jak při jejím vykreslování postupovat s ohledem na HW parametry počítače. 
Hlavním problémem zobrazování terénu je zejména množství dat uložených v paměti počítače. 
Těmito daty mohou být vrcholy, ze kterých se krajina skládá, informace o použité textuře apod. 
Vzhledem k tomu, že se většinou jedná o objemy dat přesahující možnosti daných zařízení, je nutné 
jejich množství redukovat. Prostředek, který nám toto běžně umožňuje, je snižování úrovně detailu, 
jenž je popsáno v kapitole 3. Snižování úrovně detailu ovšem může při nesprávném použití 
zobrazovat chybné výsledky. O tom jak zajistit správné zobrazení a docílit kompromisu mezi kvalitou 
a rychlostí vykreslování pojednává kapitola 5. 
Přes použití úrovně detailu stále může nastat situace, že se celá krajina nevejde do operační 
paměti počítače. V takovém případě přicházejí na řadu algoritmy, které načítají pouze část krajiny 
v blízkém okolí pozorovatele. Algoritmus popsaný v této práci se jmenuje Adaptive tiling a je možné 
ho najít v kapitole 4. Pro optimalizaci je také důležité vykreslovat jenom skutečně viditelné části 
krajiny. Touto otázkou se zabývá kapitola 7 View Frustum Culling. 
Kapitola 2 dále popisuje vytváření krajiny z výškové mapy. Výsledný model krajiny je zpravidla 
složen ze spousty samostatných bloků, neboli dlaždic. O správném propojení těchto dlaždic se 
můžeme dočíst v kapitole 6. S vytvářením rozsáhlé scény souvisí i problém aliasingu. Touto 
tématikou se zabývá kapitola 8. 
V kapitole 9 můžeme najít samotnou implementaci problému. Výsledkem implementace je nejen 
aplikace procházení rozsáhlé 3D krajiny, ale i program pro vytváření hierarchie dlaždic z výškové 
mapy. Na aplikaci byla provedena sada testů, jenž je popsána v kapitole 9. Poslední kapitola se 
věnuje shrnutí problému a popisuje možnosti dalšího rozšíření. 
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2 Vytváření krajiny 
 
 
V této kapitole se zaměříme na samotné vytváření krajiny jakožto modelu složeného z polygonů. 
Popíšeme si, jakým způsobem je krajina reprezentována a co potřebujeme pro její generování. 
 
2.1 Trojúhelníková síť 
 
Naše krajina je většinou vytvořena jako pravidelná síť polygonů, přičemž nejčastěji používaným 
polygonem bývá trojúhelník. Grafické karty jsou obvykle přizpůsobeny vykreslování trojúhelníků a 
vykreslují je rychleji než čtverce. Pokud je polygon zobrazován jako čtverec, bývá beztak 
konvertován na dva trojúhelníky. Vykreslovat každý trojúhelník zvlášť je ovšem dost nepraktické. 
Každému trojúhelníku by náležela vlastní trojice vrcholů, bez ohledu na to, zda sousední trojúhelník 
obsahuje vrcholy umístěné na stejné pozici. Trojúhelníky proto bývají častěji vykreslovány jako tzv. 
triangle strip [1][18]. 
 
2.2 Triangle strip 
 
Triangle strip vykresluje spojitou sérii trojúhelníků, které sdílejí vrcholy sousedních trojúhelníků. 
Výhodou triangle stripu je použití menšího množství vrcholů. Poté co se vykreslí první trojúhelník 
v řadě, je pro vykreslení každého dalšího trojúhelníku zapotřebí pouze jeden vrchol (viz obrázek 2.2). 
Hlavním cílem je snížit tímto množství redundantní informace přenášené mezi grafickým procesorem 
a pamětí ukládající trojúhelníky. 
Způsob popisu objektů pomocí triangle stripu je optimalizován pro většinu grafických karet. Při 
rasterizaci trojúhelníků provádí GPU výpočty poloh vrcholů. Pro vykreslování triangle stripu mohou 
být předchozí dva vrcholy trojúhelníků uloženy do vyrovnávací paměti. K vykreslení každého dalšího 
trojúhelníku je tedy zapotřebí výpočet pouze jednoho vrcholu. To má samozřejmě za následek značné 
zvýšení rychlosti. 
 
2.3 Výšková mapa 
 
Nejjednodušší a nejběžnější způsob generování krajiny je s použitím tzv. výškové mapy (height map) 
[17]. Za výškovou mapu můžeme považovat rastrový obrázek, kde každý pixel je reprezentován 
barvou v úrovní šedi. Každá tato barva je převoditelná na číselnou hodnotu, která představuje výšku 
krajiny v daném místě. Bílá barva typicky odpovídá nejvyššímu bodu krajiny, zatímco černý pixel 
bývá nejnižším bodem. 
Při generování krajiny potom procházíme trojúhelníkovou síť a každému vrcholu přiřadíme 
výšku (hodnotu na ose z). O tom, jakou výšku bude konkrétní vrchol mít, rozhodujeme pomocí 
výškové mapy. Výšková mapa je v podstatě dvojrozměrné pole číselných hodnoty. K jednotlivým 
informacím o výšce tedy přistupujeme pomocí indexů do tohoto pole. Jak asi tušíme, indexem do 
výškového pole je poloha vrcholu (hodnoty na osách x,y). Výsledkem generování je potom plastická 
mapa krajiny. Zbývá už jen doplnit texturu krajiny, která by dodala realistický vzhled povrchu. 
Mapování textury je obdobné jako práce s výškovou mapou, jenom místo výšky přiřadíme vrcholu 
souřadnice textury. 
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Nevýhodou použití výškové mapy je, že pomocí ní nedokážeme zobrazit převisy, jeskyně apod. 
Pro popis takovýchto útvarů bychom potřebovali více výškových souřadnic pro jeden bod v krajině. 
Pokud bychom chtěli, aby model přesně odpovídal skutečnosti, bylo by nutné znát také 
informace o měřítku v jakém je výška uložena a určit vztah mezi indexem výškové mapy a polohou 
vrcholu v trojúhelníkové síti. 
 
 
 
 
 
                                                  
 
 
 
 
 
 
 
 
 
 
 
 
 
                                                  
Obrázek 2.1: Vytváření krajiny 
(zdroj obrázku [16]) 
Trojúhelníková 
síť 
Výšková 
mapa 
Textura 
Výsledný model 
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Obrázek 2.2: Triangle strip 
Červená šipka znázorňuje průchod jednotlivých 
trojúhelníků při vykreslování. První triangle strip 
obsahující 12 trojúhelníků je reprezentován vrcholy 
1 až 14. Z toho plyne, že pro vykreslení N 
trojúhelníků potřebujeme N+2 vrcholů. 
Obrázek 2.3: Triangle strip pro 
celý model krajiny 
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3 Level of Detail 
 
 
I když dnešní počítače dokáží zpracovat miliony trojúhelníků, pro potřeby vykreslování velmi 
rozsáhlé krajiny může být jejich výkon stále nedostačující. Při vizualizaci terénu se proto snažíme co 
nejvíce ušetřit množství využité paměti a přitom vykreslovat objekty s dostatečnou kvalitou modelu. 
Pojem level of detail (česky úroveň detailu) [1] je v počítačové grafice obecně známý pojem, který 
řeší tento problém. 
Hlavní myšlenkou LOD je, že objekty v dostatečné vzdálenosti od pozorovatele není potřeba 
vykreslovat v takové kvalitě, jako objekty blízké. Vzdálené objekty se tedy skládají z menšího počtu 
větších trojúhelníků, blízké naopak z většího množství menších trojúhelníků. 
Aby bylo možné tuto metodu použít na spojitou krajinu, je nutné rozdělit celkový model scény 
na její dílčí části (dlaždice). Krajinu je obecně možné dělit na nepravidelné bloky, případně bloky, 
kde každá úroveň detailu má rozdílný počet bloků. V našem případě ovšem budeme používat 
pravidelnou síť dlaždic. 
 
3.1 Rozdělení Level of Detail 
 
Level of detail se běžně dělí na diskrétní a spojitý. U diskrétního přístupu máme pro každý objekt ve 
scéně několik variant s různou úrovní detailu a tyto varianty přepínáme podle potřeby. Spojitý přístup 
level of detail naopak vytváří zjednodušený model přímo za běhu a počet úrovní je neomezený. Tento 
přístup nám dává lepší výsledky, ale je výpočetně náročnější. V naší práci se primárně zaměříme na 
diskrétní přístup, který je rychlejší, ale v místě přechodu mezi dlaždicemi s různou úrovní detailu 
dochází k nespojitému navázání krajiny (více k tomuto problému v kapitole 6). 
 
3.2 Snížení detailu pro model krajiny 
 
Snížení úrovně detailu v krajině a obecně v jakémkoliv objektu je zpravidla docíleno odebráním 
vrcholů zobrazovaného geometrického tělesa. Při odstraňování nepotřebného detailu je ovšem 
potřeba zachovat původní tvar objektu. Vzhledem k tomu že model krajiny se běžně generuje 
z výškové mapy, je pro nás snižování úrovně detailu do značné míry jednodušší. Jediné co musíme 
udělat, je vynechání vzorku výškové mapy při jejím procházení. Stejným způsobem můžeme snížit i 
kvalitu textury. 
Je potřeba zmínit, že při redukci nepodstatných detailů musíme dodržovat určitou vzdálenost, ve 
které se budou jednotlivé detaily přepínat. Nedodržení tohoto parametru by mělo za následek 
nepříjemný vizuální efekt, při kterém by docházelo k deformaci modelu (více v kapitole 5). 
 
 
 
Obrázek 3.1: Trojúhelníková síť dlaždice 
v několika úrovních detailu 
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Obrázek 3.2: Krajina s vyšší úrovní detailu (zdroj obrázku [13]) 
 
 
 
 
Obrázek 3.3: Krajina s nižší úrovní detailu (zdroj obrázku [13]) 
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4 Adaptive tiling 
 
 
Při vykreslování krajiny musíme vzít v úvahu i to, že ne vždy je možné načíst celou scénu do paměti 
počítače. V takovém případě je potřeba vykreslovat jenom tu část krajiny, která je pro nás v danou 
chvíli nejdůležitější. Touto nejvýznamnější částí scény je samozřejmě oblast v blízkém okolí 
pozorovatele. Pro naše potřeby je proto vhodné mít databázi souborů obsahujících modely 
jednotlivých dlaždic krajiny. Ze soborů budou potom jednotlivé dlaždice podle potřeby načítány. Pro 
takovouto správu načítání krajiny slouží algoritmus adaptive tiling [7]. 
Algoritmus adaptive tiling udržuje v paměti načtenou čtvercovou oblast okolo pozorovatele. 
Velikost takto načtené krajiny závisí na velikosti dostupné paměti. Při běhu algoritmu je sledována 
poloha pozorovatele a podle ní jsou  načítány, případně odstraňovány dlaždice. 
Nyní si popíšeme několik skutečností souvisejících s naším algoritmem. Při běhu algoritmu často 
počítáme s tzv. pásem. Tímto pásem je čtvercové ohraničení kolem pozorovatele. Pro nás je důležitá 
vzdálenost od tohoto pásu, která je počítána jako množství dlaždic mezi pozorovatelem a pásem. Na 
obrázku 4.1 můžeme vidět červeně znázorněný pás ve vzdálenosti 2. 
Vypočtené vzdálenosti se používají k odstraňování a načítání dlaždic. K procesu odstraňování a 
načítání dochází při pohybu pozorovatele, viz obrázek 4.3. Kromě toho, že algoritmus spolu 
s pozorovatelem posouvá vykreslovanou část krajiny, stará se také o to, aby se do paměti načetlo 
maximální možné množství dlaždic. K tomu dochází v momentě, kdy pozorovatel zůstává stát na 
místě. 
 
4.1 Pseudokód algoritmu adaptive tiling 
 
if neprobíhá načítání dlaždic then 
   dc = vzdálenost k největšímu čtvercovému pásu, který celý zasahuje do již  
   vykreslené krajiny 
   if použitá paměť > maximum paměti then 
      dp = vzdálenost k největšímu čtvercovému pásu, který alespoň jednou stranou  
      zasahuje do již vykreslené krajiny 
      if dp > dc hten 
         odstranění dlaždic největšího pásu, který alespoň jednou stranou zasahuje  
         do již vykreslené krajiny 
      end if 
   else 
      načtení chybějících dlaždic ve vzdálenosti dc+1 
   end if 
else 
   inicializace každé načtené dlaždice 
end if 
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4.2 Popis pseudokódu 
 
Pokud zrovna nedochází k načítání krajiny, vypočítává se hodnota dc. Tato hodnota, jak již bylo 
napsáno v pseudokódu, představuje vzdálenost k největšímu čtvercovému pásu, který celý zasahuje 
do již vykreslené krajiny. Jinými slovy ji můžeme chápat jako nejmenší vzdálenost od okraje již 
vykreslené krajiny. Tato vzdálenost je brána po vertikální nebo horizontální ose, nikoliv diagonální. 
Příklad můžeme vidět na obrázku 4.2a.  
Dále je počítána hodnota dp. Jedná se o vzdálenost k největšímu čtvercovému pásu, který 
alespoň jednou stranou zasahuje do již vykreslené krajiny. Tato hodnota tentokrát představuje 
největší vzdálenost od okraje již vykreslené krajiny (viz obrázek 4.2b). Vzhledem k tomu, že dp je 
používáno k odstraňování dlažic (viz obrázek 4.4b), dochází k jejímu výpočtu pouze pokud množství 
využité paměti přesáhlo povolené maximum. 
Před odstraňováním dlaždic se ještě kontroluje, zda je dp větší než dc. Může totiž dojít k situaci, 
kdy hodnota dp bude rovna dc. Tato skutečnost nastává, pokud pozorovatel zůstává stát na místě. 
V takovém případě je totiž kolem pozorovatel vytvořena čtvercová oblast, přičemž pozorovatel stojí 
uprostřed. Všechny vzdálenosti od okraje vykreslené krajiny jsou tedy stejné. Je potom jasné, že 
k odstraňování dlaždic dochází pouze při pohybu pozorovatele. Vzhledem k tomu, že načtená část 
krajiny má tvar čtverce, není možné načíst přesné množství povolených dlaždic. Pokud tedy kamera 
zůstává stát na místě dochází při načítání dlaždic k přesahu povoleného množství. Tento přesah je 
přípustný a je dobré s ním počítat. Z toho ovšem plyne, že pokud by tato skutečnost nebyla ošetřena, 
docházelo by k opětovnému načítání a odstraňování dlaždic při nečinnost pozorovatele. 
Jestliže hodnota využité paměti nepřesáhla povolené maximum, dochází k načítání dlaždic ve 
vzdálenosti dc+1 (viz obrázek 4.4a). Vzhledem k tomu, že dc je nejmenší vzdálenost od okraje 
vykreslené krajiny, je jisté, že tímto načítání získáme nové dlaždice. 
 
 
 
 
 
 
 
1 
2 
0 
Obrázek 4.1: Příklad pásu ve vzdálenosti 2 
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4.2 Problémy algoritmu adaptive tiling 
 
Všimněme si, že algoritmus dokáže pracovat i s případem, kdy pozorovatel přeskočí na dlaždici, která 
nesousedí s aktuální dlaždicí. V takovém případě ovšem nedochází ke správnému odstraňování 
nepotřebných dlaždic. V určitý okamžik jsou odstraňovány jenom dlaždice v jisté vzdálenosti pásu. 
Pro dlaždici, ze které jsme odskočili na novou, již neexistuje pás, který by ji uvolnil z paměti. 
Při implementaci algoritmu je nutné brát také v úvahu situaci, kdy se pohybujeme mimo hranici 
krajiny. V takovém případě je vhodné brát nejbližší dlaždici jako aktuální. Hranice krajiny může být 
také problematická při určování největšího pásu, který celý zasahuje do již vykreslené krajiny. Při 
jeho výpočtu zjišťujeme nejmenší vzdálenost od okraje již vykreslené krajiny. Z toho důvodu by se 
pozorovateli v blízkosti hranice krajiny nenačetly všechny dlaždice, které se dokáží vejít do paměti. 
Proměnná dc by byla stále považována za hodnotu 0 a načítaly by se jenom dlaždice ve vzdálenosti 
dc+1. Je proto nutné tuto možnost ošetřit a hranici krajiny nebrat jako hranici vykreslené oblasti. 
 
 
Obrázek 4.2a: Příklad 
největšího čtvercového pásu 
dc, který je celý součástí již 
vykreslené krajiny 
Obrázek 4.2b: Příklad 
největšího čtvercového pásu 
dp, který je částečně součástí 
již vykreslené krajiny 
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Obrázek 4.3: Načtení a odstranění dlaždic po 
přemístění polohy pozorovatele 
Obrázek 4.4a: Příklad 
načítání dlaždic ve 
vzdálenosti dc+1 
Obrázek 4.4b: Příklad 
odstraňování dlaždic ve 
vzdálenosti dp 
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5 Chybová metrika 
 
 
Jak již bylo řečeno v kapitole Level of Detail, při přepínání úrovně detailu je velmi důležitá 
vzdálenost, ve které je možné přejít na nižší úroveň. Pokud bychom zanedbali tuto skutečnost, 
docházelo by k nepříjemné deformaci krajiny při jejím průchodu. Tato deformace je způsobena 
přidáváním, nebo odebíráním vrcholů při přechodu z jednoho levelu na druhý, jak můžeme vidět na 
obrázku 5.1. Tato změna výšky vrcholu způsobuje určitou chybu, jejíž viditelnost je možné snížit tím, 
že každé dlaždici nastavím vzdálenost, ve které se může přepnout na nižší/vyšší úroveň. 
 
5.1 Řešení problému 
 
V následujícím textu si popíšeme způsob, jakým je tento problém řešen při použití Geometrického 
MipMappingu [8]. Změnu výšky vrcholu zaznamenáme jako hodnotu δ. Čím větší bude vzdálenost 
pro přepínání detailu, tím méně znatelná bude tato změna. Pokud promítneme změnu δ do obrazovky 
pozorovatele, dostaneme hodnotu, která představuje skutečnou znatelnou změnu v pixelech. Tuto 
změnu budeme značit ε, práh přes který by se neměla hodnota ε dostat označíme τ. Každá dlaždice 
obsahuje samozřejmě několik hodnot δ, musíme tedy určit hodnotu, kterou budeme při výpočtu 
používat. Pro naše potřeby bude nejvýhodnější použít nejhorší možný případ, tedy největší hodnotu δ 
(na obrázku 5.1 se jedná o červeně vykreslenou čáru). Pokud potom bude promítnutá hodnota 
největšího δ menší než τ, budou menší všechny hodnoty ε. Dále budeme hodnotu δ uvažovat jako 
největší rozdíl vrcholů v dané dlaždici a ε jako její promítnutou hodnotu. 
Pro zjištění vzdálenosti, ve které můžeme přepnout úroveň detailu, musíme porovnávat hodnoty ε 
a τ. Jakmile bude hodnota ε menší nebo rovna hodnotě τ, přejdeme na nižší úroveň. Pro hodnotu ε 
dále platí, že čím větší je vertikální sklon kamery vůči dané dlaždici, tím menší bude hodnota ε. 
Pokud bude kamera rovnoběžná s rovinou krajiny a její poloha bude ve výšce dlaždice, bude hodnota 
ε největší. 
 
5.2 Urychlení programu 
 
Počítaní hodnoty ε a porovnávání s τ za běhu programu by bylo značně neefektivní. Pro urychlení 
programu je tedy nutné vypočítat hodnotu ε před samotným během programu. Abychom ale mohly 
předem vypočítat hodnotu ε pro každou vzdálenost d, musíme uvažovat pevné naklonění kamery. 
Kameře nastavíme horizontální pohled, aby hodnota ε byla co největší. Při naklonění kamery nebude 
výsledek optimální, ale bude vyhovovat maximální povolené chybě. 
Abychom urychlily program ještě více, můžeme předem vypočítat minimální vzdálenost při které 
bude daná úroveň detailu použita. Tuto vzdálenost budeme značit Dn, kde n je úroveň detailu. Pro 
výpočet Dn použijeme vzorec 5.1. 
 
Dn = 
t
d
2||
||
×
××
t
vn res                           (5.1) 
 
Tento vzorec předpokládá symetrický tvar tzv. pohledového objemu (anglicky view frustum), viz 
obrázek 5.2. Hodnota vres představuje vertikální rozlišení obrazovky, n a t jsou parametry view 
frustum, konkrétně n je vzdálenost od blízké ořezávací plochy (near clipping plane) a t je horní 
souřadnice této plochy (hodnota top). 
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Obrázek 5.1: Boční pohled na změnu úrovně detailu 
Modrá čára reprezentuje povrch krajiny s vyšší úrovní detailu. 
Černá čára reprezentuje povrch krajiny s nižší úrovní detailu. 
Při přechodu na nižší detail se posune pozice bílého vrcholu na 
pozici šedého vrcholu. 
 
δ
Near 
Clipping 
Plane 
Far 
Clipping 
Plane 
Camera 
Left 
Right 
Top 
Bottom 
Obrázek 5.2: View frustum (pohledový objem) 
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6 Spojitost krajiny 
 
 
V této kapitole si popíšeme problém návaznosti jednotlivých dlaždic terénu při různých úrovních 
detailu a jeho možné řešení. 
Pokud máme dva bloky krajiny s různou úrovní detailu, jenž spolu sousedí, dochází 
k nespojitostem a viditelným otvorům v terénu. Sousední bloky krajiny sdílejí společnou hranu. Blok 
s vyšší úrovní detailu ovšem obsahuje větší počet vrcholů v oblasti hrany, zatímco blok s nižší úrovní 
má vrcholů méně. Tvar jejich hran je tedy rozdílný, dochází proto ke špatnému provázání a tvorbě 
trhlin. 
 
6.1 Možnosti řešení problému 
 
Možností, jak tento problém řešit, je několik. Varianta, která nás asi napadne jako první, je přidání 
vrcholů k hraně méně detailní dlaždice [3][4]. Tyto vrcholy musí mít správnou pozici, aby odpovídali 
vrcholům detailnější dlaždice. Pro zajištění tohoto způsobu odstranění trhlin je nutné měnit rozložení 
vrcholů dlaždic dynamicky za běhu programu. To má ovšem příliš vysoké nároky na výkon 
procesoru. 
Další možností je prosté snížení počtu vrcholů detailnějších dlaždic v místech jejich hran. 
Abychom zajistili správné propojení i s dlaždicemi na stejné úrovni, je nutné vytvořit více variant pro 
každou dlaždici. Každá varianta musí být přizpůsobena jinému rozestavení různých dlaždic s různou 
úrovní detailu. Podle potřeby je potom zvolena správná varianta. 
Další metoda, kterou si popíšeme, se nesnaží o propojení sousedních dlaždic, ale o pouhé 
zamaskování již vzniklých trhlin [5]. Cílem metody je vytvořit každé dlaždici jakýsi „stín“, na který 
by byla namapována stejná textura jako na samotnou dlaždici. Tento „stín“ je v podstatě promítnutím 
dané dlaždice na horizontální plochu pod povrchem krajiny. Pozice, ze které je dlaždice promítána, je 
poloha pozorovatele (viz obrázek 6.1). Přestože tato metoda nezobrazuje nejlepší výsledky, je pro 
svou rychlost a snadnou implementaci přijatelným řešením. 
Poslední metoda, kterou zmíníme, byla představena v článku [10] a bývá nazývána pojmem 
filleting. Princip tohoto řešení spočívá ve vytvoření sady trojúhelníků ve vertikální poloze okolo 
dlaždice. Tyto trojúhelníky jsou vždy umístěny mezi vrcholem hrany dlaždice a minimální výškou 
krajiny. Pro lepší pochopení je problém znázorněn na obrázku 6.2 Nevýhodou této metody je, že 
pokud se dlaždice načítají postupně, je možné tento pás okolo nich zaznamenat. 
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kamera 
„stín“ 
dlaždice 
trhlina 
Obrázek 6.1: Promítnutí dlaždice pod povrch krajiny 
Obrázek 6.2 a: Filleting Obrázek 6.2 b: Filleting 
(drátový model) 
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Obrázek 6.3: Trhlina v krajině 
 
 
 
 
Obrázek 6.4: Odstranění trhliny metodou filleting 
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7 View Frustum Culling 
 
V této kapitole se zaměříme na vykreslování jenom té části krajiny, která se nachází ve výhledu 
kamery. Většina objektů ve scéně nemusí být při vykreslování vůbec vidět, přesto by s nimi bylo za 
normálních okolností nakládáno jako s viditelnými a probíhaly by zbytečné výpočty. Je tedy nutné 
tyto přebytečné objekty odstranit. Odstraňování objektů (nebo také ořezávání) se běžně děje podle 
tzv. objemového pohledu (anglicky view frustum), viz kapitola 5. Objemový pohled je v podstatě 
jehlan reprezentující pohled kamery. Proces odstraňování objektů, které leží mimo tento prostor 
potom nazýváme view frustum culling [9]. 
Při odstraňování objektů označujeme za viditelné i ty, které se jen částečně vyskytují v našem 
pohledu. V takovém případě ovšem stále dochází k nadbytečnému vykreslování vrcholů. To se může 
projevit především u velkých objektů, které do viditelné oblasti zasahují jenom nepatrně. Řešením 
této situace je rozdělení prostoru a tedy i objektů na menší části a vykreslování pouze těch částí 
objektů, které jsou viditelné. 
 
7.1 Octree 
 
Jedním ze způsobů dělení 3D prostoru je pomocí struktury octree (oktalový strom) [2]. Octree pracuje 
s krychlí, která obaluje celou scénu a jejíž osy jsou rovnoběžné se souřadnými osami. Tato krychle je 
kořenem octree a je rekurzivně dělena na osm menších krychlí. K dělení krychle ovšem dochází 
pouze tehdy, pokud obsahuje určité vrcholy, resp. polygony objektu. Příklad krychle můžeme vidět 
na obrázku 7.1. Ukončení rekurze také nastává s dosažením určité úrovně zanoření. Po tomto dělení 
už stačí pouze testovat, zda se určitá krychle nachází v pohledu kamery a podle toho ji vykreslovat. 
 
7.2 Quadtree 
 
V této práci se ovšem zaměřujeme na vykreslování krajiny a pro ni je mnohem výhodnější struktura 
quadtree. Princip této struktury je podobný jako octree, jenom s tím rozdílem, že je určen pro dělení 
2D prostoru. S tím souvisí i to, že quadtree nepracuje s krychlí, ale čtvercem a rekurzivně tedy 
dochází k dělení na čtyři menší čtverce. Vzhledem k tomu, že s krajinou můžeme pracovat jako s 2D 
plochou, nebude použití této struktury problém. Krajinu jako spojitou oblast pokrývající celé území 
ovšem nemůžeme dělit stejně jako diskrétní objekty. K dělení využijeme pohled kamery a rozdělíme 
vždy čtverec, který se částečně nachází uvnitř pohledu (viz obrázek 7.2). Tímto způsobem výrazně 
snížíme počet zbytečně vykreslovaných objektů. 
 
7.3 Zhodnocení 
 
View frustm culling najdeme ve většině grafických aplikací zobrazujících 3D objekty. Jen málokdy 
se setkáme se situací, kdy je zobrazována celá scéna najednou. I přes jisté výpočetní nároky při 
rekurzivním dělení je tedy ořezávání scény výhodné a výrazně urychluje vykreslování. V knihovně 
OpenSceneGraph, jenž byla použita pro tuto práci, je view frustum culling implementováno a jeho 
funkce je implicitně povolena. Ořezáváním scény se tedy dále nemusíme zabývat. 
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Obrázek 7.1: Rozdělení prostoru pomocí struktury octree 
 
 
 
Obrázek 7.2: Rozdělení krajiny podle 
objemového pohledu s použitím quadtree 
 19 
 
P 
P I O 
O O P I 
P 
P O I O 
O I O O I I I O 
Obrázek 7.3: Struktura quadtree. Uzly I 
představují část krajiny uvnitř pohledu 
kamery. Uzly O představují část krajiny 
mimo pohled kamery. Uzly P představují 
část krajiny ležící částečně uvnitř pohledu 
kamery. 
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8 Aliasing 
 
Při vykreslování rozsáhlé scény je vhodné seznámit se s problémem zvaným aliasing. Aliasing je jev, 
ke kterému může dojít při převodu spojité informace na diskrétní. Takovýmto převodem je myšleno 
vzorkování spojitého signálu. Aby k aliasingu nedocházelo musí být dodržen tzv. Schannonův 
teorém. Ten říká, že vzorkovací frekvence musí být minimálně dvojnásobkem frekvence signálu (viz 
obrázek 8.1a). Při nedodržení tohoto teorému dochází ke ztrátě informace. V oblasti počítačové 
grafiky je vzorkováním převod analogového obrazu na digitální. Pro digitální obraz potom platí, že 
hustota informace musí být menší než hustota zobrazovaných buněk. 
Otázkou tedy je, jak tento problém souvisí s vytvářením krajiny. Při perspektivním zobrazení 
krajiny se zvyšuje hustota informace pro vzdálené objekty, ale velikost rozlišení a tedy i velikost 
zobrazovaných buněk zůstává stejná. Dochází tedy k aliasingu a zobrazení artefaktů. Jedním z řešení 
tohoto problému je použití jedné textury (případně výškové mapy) v různých rozlišeních. Při 
modelování krajiny s různou úrovní detailu je tento problém již částečné vyřešen. Jak bylo zmíněno 
v kapitole 3, při snižování úrovně detailu dochází k podvzorkování a tedy i zmenšení obrázku. Při 
tomto postupném vynechávání vzorku ovšem může dojít k porušení Schannonova teorému a ke ztrátě 
informace. Změna velikosti obrázku podvzorkováním se tedy v podstatě nijak zásadně neliší od 
zmenšení, které proběhne při perspektivním zkreslení obrazu. Abychom dosáhly snížení ztráty 
informace, musíme problém řešit vhodnou filtrací při zmenšování textury. Jedním z řešení tohoto 
problému je metoda zvaná Gussova pyramida [11]. 
 
Obrázek 8.1a: Příklad navzorkovaného 
signálu s dodržením Shnnonova teorému 
Obrázek 8.1b: Příklad navzorkovaného 
signálu, vzorkování nedodržuje Shnnonův 
teorém, červená čára představuje nově 
vytvořený signál ze vzorku 
 21 
8.1 Gaussova pyramida 
 
Gaussova pyramida je posloupností obrazů, kde každý obraz v řadě je výsledkem aplikace dolní 
propusti. Zjednodušeně můžeme říci, že každý pixel menšího obrazu je tvořen zprůměrováním jeho 
okolních pixelů z většího obrazu. Každý pixel tedy odpovídá lokálnímu  průměru svých sousedů na 
nižší úrovni pyramidy. Názorné vyjádření tohoto problému můžete vidět na obrázku 8.2. Abychom 
dosáhli tohoto výsledku pro naši krajinu, je nutné před každým podvzorkováním aplikovat na obrázek 
textury nebo výškové mapy Gaussův filtr [6]. 
 
 
8.2 Gaussův filtr 
 
Gaussův filtr se běžně používá na rozostření obrazu, potlačení šumu apod. Princip Gaussova filtru je 
založen na použití masky, která se skládá z elementů určených Gaussovou funkcí [12]. 
Jednorozměrná Gaussova funkce se zapisuje ve tvaru: 
G(x) = 2
2
2
2
1 s
sp
×
-
×
××
x
e                           (8.1) 
 
Dvojrozměrná Gaussova funkce má tvar: 
G(x,y) = 2
22
2
2
1 s
sp
×
+
-
×
××
yx
e                           (8.2) 
 
Dvojrozměrná funkce je použita pro tvorbu masky. V této práci nám postačí maska o rozměrech 3x3. 
Jedná se v podstatě o matici, pro kterou platí, že součet jejich čísel dává hodnotu 1, viz obrázek 8.4. 
 
Obrázek 8.2: Gaussova pyramida 
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Aplikací Gaussova filtru chceme dosáhnout toho, aby hodnota každého pixelu byla průměrem jeho 
nejbližších sousedů. Toho dosáhneme aplikací masky na výchozí obrázek. Gaussův filter se řadí mezi 
konvoluční filtry, pro které platí, že se používají na všechny body obrazu. 
Princip filtru je následující. Na aktuální bod obrazu se přiloží Gaussova maska. Maska je na pixel 
umístěna svým středem. Poté probíhá násobení překrývajících se hodnot a následně součet těchto 
násobků. Výsledkem je nová hodnota daného bodu obrazu. Tato hodnota je průměrem okolních 
hodnot, ovšem při průměrování je větší váha dána bodům, na které je přiložena vyšší hodnota masky. 
Pokud nyní na obrázek použijeme podvzorkování, nebude docházet k tak výrazné ztrátě 
informace jako dříve. Hodnoty vynechaných bodů budou přeneseny do zachovaných bodů ve formě 
jejich průměru. 
Obrázek 8.3a: Jednorozměrná 
Gaussova funkce (zdroj obrázku [12]) 
Obrázek 8.3b: Dvojrozměrná 
Gaussova funkce (zdroj obrázku [12]) 
1 2 1 
2 4 2 
1 2 1 
* 1/16 
Obrázek 8.4: Gaussova maska 3x3 
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5 4 2 1 
1 2 1 
2 4 2 
1 2 1 
1 3 4 
1 4 4 8 2 7 9 
3 5 2 1 4 8 5 
4 4 1 2 2 6 2 
1 2 4 5 5 7 1 
6 6 1 4 6 3 2 
3 4 7 1 1 2 4 
Obrázek 8.5: Příklad aplikování 
Gaussova filtru 
(4*1+4*2+8*1+5*2+2*4+1*2+4*1+1*2+2*1)/16 = 3 
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9 Implementace 
 
 
Aplikace je implementována v jazyce C++. Vizualizace krajiny je poskytována knihovnou 
OpenSceneGraph. Použitá verze této knihovny je 2.8. Program byl přeložen a testován na platformě 
Windows XP. Kód je ovšem snadno přenositelný i na jiné operační systém (viz odstavec 
OpenSceneGraph). 
 
9.1 OpenSceneGraph 
 
OpenSceneGraph [15] je volně šiřitelný 3D grafický toolkit napsaný v jazyce C++. Poskytuje tedy 
objektově orientovaný přístup. Nabízí mnoho přídavných knihoven, které umožňují rychlý vývoj 
grafických aplikací. Je využíván vývojáři v oblasti visuálních simulací, počítačové grafiky, virtuální 
reality, vědecké vizualizace a modelování. Jádro tohoto nástroje je postaveno nad OpengGL. 
Knihovna OSG je multiplatformová. Je tedy přenosná na většinu operačních systémů, jmenovitě se 
jedná o Windows, OSX, GNU/Linux, IRIX, Solaris, HP-Ux, AIX a FreeBSD. 
OpenSceneGraph používá k zobrazení graf scény. Grafem scény je datová hierarchická struktura 
reprezentující zobrazení objektů uvnitř scény. Graf scény je organizován do stromové struktury. 
Operace prováděné nad uzlem grafu se projeví i na jeho potomcích, čímž se zvyšuje efektivita práce 
s touto strukturou. 
OpenSceneGraph poskytuje spoustu tříd pro práci s krajinou. Jednou z nich je i třída PagedLOD 
zajišťující přepínání úrovní detailu a načítání jednotlivých dlaždic ze souborů. Tato třída je ovšem 
určena pro práci s krajinou reprezentovanou jako quadtree. Quadtree je v tomto případě myšlena 
hierarchická struktura dlaždic, kde kořenovou dlaždicí je dlaždice celé krajiny. Tato dlaždice 
představuje nejnižší úroveň detailu. Každá vyšší úroveň detailu (nižší úroveň struktury) je 
reprezentována čtyřnásobným počtem dlaždic. Úrovně se zde nepřepínají, místo toho dochází 
k přidávání detailu do již vykreslené krajiny. Názorná ukázka takovéto struktury je na obrázku 9.1. 
Přestože se takovýto přístup výrazně liší od návrhu práce, byla jeho úprava a použití poměrně snadná. 
 
Nejnižší úroveň detailu 
Nejvyšší úroveň detailu 
Obrázek 9.1: Struktura úrovně detailu 
ve formě quadtree 
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9.2 Visitor 
 
V této aplikaci je často použit návrhový vzor visitor. Vzhledem k tomu, že tento vzor hraje důležitou 
roli při práci s grafem scény, je vhodné si jeho funkci blíže vysvětlit. 
Řekněme, že potřebujeme provádět určitou operaci nad objekty různých tříd. Za normálních 
okolností bychom museli mít danou operaci implementovanou v každé třídě zvlášť. Pro změnu dané 
operace by bylo nutné všechny třídy upravit. To samozřejmě není příliš praktické. Mnohem vhodnější 
je použít visitor, který umožňuje oddělovat operace od daných tříd. Každá třída obsahuje pouze 
metodu, kterou je možné volat visitor. Visitor potom obsahuje různé metody, které náleží různým 
třídám (uzlům grafu). Činnost, kterou by normálně dělala třída je tedy převedena na visitor. Při změně 
dané operace tak nyní dochází pouze k úpravě samotného visitoru. 
Pro lepší pochopení si princip visitoru popíšeme na obrázku 9.2. Element zde přestavuje 
abstraktní třídu pro všechny typy, které mohou být navštíveny visitorem. Visitor je rozhraní, které 
implementuje konkrétní visitory. Pokud chce klient provést operaci nad konkrétním elementem 
(ConcreteElement), musí vytvořit objekt typu ConcreteVisitor. Konkrétní element je „navštíven“ 
voláním metody accept, kde parametrem je použitý visitor. Pokud je element navštíven, volá metodu 
třídy ConcreteVisitor. ConcreteVisitor může mít více metod. Která metoda se vybere, závisí na třídě 
daného elementu. 
Pro nás je ale především důležité, že visitor umožňuje snadné procházení grafu scény a aplikaci 
jisté operace na různé typy uzlů. V případě OpenSceneGraph stačí, abychom na konci každé metody 
visitoru umístili volání metody traverse. Ta zajistí, aby byl visitor zavolán všemi potomky daného 
uzlu. Potom už jen musíme zavolat visitor kořenovým uzlem grafu. 
 
 
 
Obrázek  9.2: Diagram vzoru visitor (zdroj obrázku [17]) 
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9.3 Rozdělení aplikace 
 
Aplikace se dělí na dvě základní části. První část je přípravná. Jedná se o vytváření hierarchie dlaždic 
krajiny. Dlaždice jsou tvořeny pomocí výškové mapy a textury. Druhá část využívá vytvořeného 
modelu pro načítání jednotlivých dlaždic a vykreslování krajiny. 
 
9.4 Program pro vytváření hierarchie dlaždic 
 
Při vytváření krajiny jsou jednotlivé dlaždice ukládány do souborů ve formátu IVE. Tyto soubory 
obsahují v podstatě objekty jisté třídy. Vzhledem k tomu, že je možné ukládat pouze objekty tříd 
z knihovny OpenSceneGraph, bylo nutné umístit určité informace do dodatečných souborů. Těmito 
informacemi jsou například počet dlaždic, jejich rozmístění, počet úrovní detailu apod. Program 
obsahuje jedinou třídu, a tou je ModelMaking. 
 
ModelMaking 
 
V této třídě probíhá samotné modelování krajiny. Třída zajišťuje vytváření jednotlivých dlaždic 
z výškové mapy, mapuje textury, stará se o návaznost terénu apod. Aby nedocházelo ke zbytečným 
výpočtům v samotné aplikaci procházející krajinou, implementuje tento program také výpočet 
hodnoty δ pro potřeby chybové metriky.  
 
Mimo tuto třídu je navíc implementováno použití Gaussova filtru pro odstranění aliasingu. Princip 
vytváření krajiny vychází z tutoriálu pro OpenGL [15]. 
 
9.5 Aplikace procházení krajinou 
 
Hlavním souborem této aplikace je Terrain.cpp. Probíhá zde nastavování parametrů programu a 
samotné vykreslování. Výsledný program je rozdělen do těchto tříd: 
 
AdaptiveTiling 
 
Tato třída implementuje algoritmus Adaptive tiling. Stará se o výpočet pásů dc a dp (viz kapitola 4). 
Hodnota dc je v podstatě nejmenší vzdálenost pozorovatele od okraje již vykreslené krajiny. Hodnota 
dp je naopak největší vzdálenost pozorovatele od okraje vykreslené krajiny. Kromě zmíněných funkcí 
se stará také o odstraňování a načítaní dlaždic v jisté vzdálenosti od pozorovatele. Odstraňováním 
dlaždic se přesněji řečeno myslí pouhé označení jejich stavu. Dlaždice se tedy nastaví na aktivní 
(k načtení) nebo neaktivní (k odstranění). 
 
CountNumActVisitor 
 
Cílem této třídy je zjistit počet aktivních (vykreslených) dlaždic. Tato hodnota je použita v algoritmu 
adaptive tilnig pro určení, zda se dlaždice budou načítat nebo odstraňovat. 
 
MyMatrix  
 
Aby byla práce s modelem krajiny rychlejší, jsou ukazatele na jednotlivé dlaždice umístěny do 
matice. Třída MyMatrix se stará o alokaci a dealokaci této matice. 
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FillMatrixVisitor 
 
K naplnění matice vytvořené v MyMatrix dochází prostřednictvím třídy FillMatrixVisitor. 
 
HUD 
 
Třída HUD slouží pro zobrazení dodatečné informace. Touto informací je počet načtených dlaždic a 
aktuální rychlost pohybu pozorovatele. Rychlost pozorovatele je relativní, jedná se o hodnotu po 
které se pozorovatel posouvá při stisku příslušné klávesy. Zda budou tyto informace zobrazeny záleží 
na uživateli. Tato třída byla převzata a upravena z tutoriálu OSG. 
 
HUDcallback 
 
Aby se hodnota zobrazovaná třídou HUD měnila za běhu programu, je implementována třída 
HUDcallback. 
 
KeyboardHandler 
 
K nastavení ovládání slouží třída KeyboardHandler. Její hlavní myšlenkou je propojení kláves 
s určitými funkcemi. Tato třída byla převzata z tutoriálu OSG. 
 
MoveCallback 
 
MoveCallback se stará o to, aby po stisknutí kláves pro pohyb následovala odpovídající odezva. 
 
MaxHighNodeVisitor 
 
Cílem třídy je zjistit maximální výšku dané krajiny. Tato hodnota se hodí například při určování 
počáteční pozice pozorovatele. 
 
ChangeRangeNodeVisitor 
 
V této třídě upravujeme dlaždicím rozsah ve kterém se budou zobrazovat. Ke změně rozsahu dochází 
ve prospěch vyšších dlaždic. Pro tyto dlaždice bude platit, že se budou zobrazovat ve vyšším detailu i 
při velkých vzdálenostech. O tom, jak velký důraz bude kladen na důležitost výšky, bude rozhodovat 
uživatel. Možnost této funkce je tedy volitelná. K jisté úpravě rozsahů podle výšky již dochází díky 
uplatnění pravidel chybové metriky. Touto třídou má ovšem uživatel nad vykreslováním větší 
kontrolu. 
 
MyPagedLOD 
 
Třída MyPagedLOD dědí od třídy osg::PagedLOD. Stará se o přepínání úrovně detailu podle 
vzdálenosti od pozorovatele. Dále taky provádí odstraňování a načítání dlaždic ze souboru. Dlaždice 
jsou odstraňovány a načítány podle toho jak byly označeny ve třídě AdaptiveTiling. Každý objekt 
dané třídy představuje jednu dlaždici. 
 
FindNearestVisitor 
 
Tato třída najde nejbližší dlaždici od pozorovatele. Zpravidla se jedná o dlaždici na které pozorovatel 
stojí. Tato dlaždice se používá jako výchozí bod při různých výpočtech v algoritmu adaptive tiling. 
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10 Výsledky 
 
Po vytvoření programu je ještě nutné otestovat danou aplikace a zhodnotit, zda jsme dosáhli 
úspěšných výsledů. 
 
Testování aplikace proběhlo na následující sestavě: 
 
· Procesor: Intel Core Duo 2 (1,6 GHz) 
· Paměť: 1,5 GB RAM 
· Grafická kata: Mobile Intel 945GM Express (integrovaná) 
· Operační systém: Windows XP SP 3 
 
Jako krajina pro testování byla použita mapa Puget Soud (zdroj dat [16]). Velikost použité výškové 
mapy je 4097x4097. Velikost textury je 4096x4096. Při tvorbě krajiny bylo použito 5 úrovní detailu. 
Krajina byla rozdělena na 256 dlaždic. 
Testováním aplikace je myšleno měření hodnoty fps (počet snímků za sekundu) při průletu 
krajinou. K měření byl použit program Fraps. Průlet krajinou je proveden v několika nastaveních. 
Tato nastavení jsou následující: 
 
1) Krajina má nastaveno přepínání úrovně detailu, jsou vykreslovány všechny dlaždice 
krajiny, hodnota chyby je 2 pixely. 
2) Téměř sejné nastavení jako v prvním případě, jediným rozdílem je hodnota chyby 8 
pixelů. 
3) Stejné nastavení jako první, navíc je ovšem vykreslováno jen nejbližších 64 dlaždic. 
4) Toto nastavení opět odpovídá prvnímu, byla zde ovšem jako v jediném nastavení vypnuta 
možnost ořezání modelu podle pohledového objemu. 
5) V tomto nastavení je vypnuta možnost přepínání úrovně detailu, ve všem ostatním je 
totožné s prvním nastavením. 
 
Tabulka 10.1: Výsledky testů 
nastavení minimální hodnota fps maximální hodnota fps průměrná hodnota fps 
1 21 60 27 
2 29 66 39 
3 27 62 36 
4 17 39 22 
5 11 60 16 
10.1 Zhodnocení výsledků 
 
Z grafu 10.1 je patrné, jak se práh povolené chyby projevuje na hodnotách fps. Při větší chybě 
zobrazení můžeme vidět průměrné zrychlení o 12 snímků za sekundu, tedy přibližně o 45%. Pro 
vykreslování omezeného počtu dlaždic dostáváme nepříjemně rušivý vizuální výsledek, rychlost 
vykreslování se ale v průměru zvyšuje o 33%. Všimněme si, že na konci tohoto průletu se výsledky 
výrazně blíží prvnímu měření. Díky ořezávání krajiny je totiž v danou chvíli počet vykreslovaných 
dlaždic téměř totožný. Působení ořezávání na výslednou rychlost můžeme vidět ve čtvrtém měření. 
Zde je ořezávání vypnuto a průměrná rychlost se snížila o 19%. Poslední měření nám ukazuje, jak 
výrazný vliv na rychlost vykreslování má přepínání úrovně detailu. Při vypnutí této možnosti můžeme 
zaznamenat průměrný pokles o 41%. 
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Obrázek 10.1: Graf výsledků testů 
 
 
 
 
 
 
Obrázek 10.2: Náhled testovací krajiny se znázorněnou 
dráhou letu z bodu A do bodu B 
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11 Závěr 
 
V této práci bylo představeno řešení, které by nám dovolilo načítání a vykreslování rozsáhlé 
krajiny v reálném čase. 
Hlavním cílem bylo především zajistit, aby bylo možné pracovat s daty, které se celé 
nevejdou do operační paměti počítače. Toho bylo dosaženo algoritmem adaptive tiling. 
Adaptive tiling načítá pouze počet dlaždic, které odpovídají velikosti paměti zadané 
uživatelem. Abychom dosáhli dalšího snížení množství dat, byla do aplikace 
implementována možnost snižování úrovně detailu. Algoritmus pro snižování úrovně detailu 
počítá s rozdělením krajiny do pravidelných bloků. Jedná se o rozdělení typické pro geo-
mipmapping. 
Stále ovšem zbývá prostor pro odstranění přebytečných dat, které leží mimo pohled 
pozorovatele. Toho je možné dosáhnout ořezáním krajiny podle objemového pohledu. Pro 
potřeby aplikace nebylo nutné tuto záležitost vůbec řešit, její funkce je přímo součástí 
knihovny OpenSceneGraph. 
V rámci testování se ukázalo, že všechny výše zmíněné postupy výrazně zvyšují rychlost 
aplikace a umožňují plynulý průchod krajinou. 
Kromě rychlosti jsem se zabýval výslednou kvalitou zobrazované krajiny. K tomuto 
účelu byla použita chybová metrika, která určuje vzdálenost přepínání úrovně detailu. Jako 
řešení problému prasklin v krajině jsem zvolil metodu filleting. Tato metoda nijak znatelně 
nezvyšuje výpočetní nároky. Její použití dává uspokojivé výsledky především při 
vykreslování celé krajiny, pokud vykreslujeme pouze část krajiny, dochází místy 
k nevhodnému zobrazení. 
Téma je možné časem dále rozšiřovat. Vzhledem k tomu, že krajina je načítána postupně 
po jednotlivých dlaždicích, nabízí se možnost uložení informací o krajině na vzdálený server. 
Odtud by potom mohly být dlaždice stahovány pomocí vhodného komunikačního protokolu. 
Takovýto přístup by byl vhodný především při velmi nízké kapacitě disku, například u 
handheldů. 
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Příloha A 
Obsah DVD 
 
· /bin   spustitelná aplikace pro Windows XP 
· /bin/maps   několik výškových map a textur pro vytváření dlaždic krajiny 
· /bin/models  několik vytvořených modelů krajiny 
· /doc   text práce ve formátu PDF, jeho zdrojový tvar a plakát 
· /src/generator  zdrojové texty programu pro vytváření hierarchie dlaždic 
· /src/terrain  zdrojové texty aplikace procházení krajinou 
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Příloha B 
Uživatelská příručka 
 
Přiložená aplikace je určena pro operační systém Windows XP. Program byl přeložen na počítačích 
CVT, jeho funkce v jiném prostředí tedy není zaručena. 
Aplikace procházení krajinou se spouští souborem terrain.exe. Program pro vytváření hierarchie 
dlaždic krajiny můžeme spustit souborem generator.exe. Vytvářet krajinu ovšem není nutné, 
k programu je přiloženo několik ukázkových modelů. Jeden z modelů je označen jménem, které je 
pro danou aplikaci bráno jako implicitní. Je tedy možné spustit program bez jakýchkoliv parametrů. 
 
B.1 Parametry programu 
 
Aplikace umožňuje při spouštění zadávání parametrů. Jedinými povinnými parametry jsou názvy 
výškové mapy a obrázku textury při vytváření krajiny. Pokud nejsou zadány volitelné atributy, 
použije se jejich implicitní hodnota. Výčet všech parametrů najdeme v tabulce B.1 a B.2. 
 
Tabulka B.1: Parametry pro aplikaci pracující s modelem krajiny 
parametr význam implicitní 
hodnota 
--help nebo -h Zobrazuje nápovědu. - 
--h_res <hodnota rozlišení v pixelech> Nastavuje velikost horizontálního 
rozlišení. 
800 
--v_res <hodnota rozlišení v pixelech> Nastavuje velikost vertikálního rozlišení. 600 
--hud Povoluje zobrazení dodatečné informace. - 
--model <název složky s modelem krajiny> Obsah zadané složky bude použit pro 
načítání dlaždic dané krajiny. 
„model“ 
--ram <velikost paměti MB> Nastavuje velikost paměti, která bude 
použita pro načtení dlaždic krajiny. 
1024 
--tau <velikost chyby v pixelech> Určuje maximální možnou chybu, ke které 
může dojít při přepínání úrovně detailu  
2 
--hi <relativní číselná hodnota> Zadaná hodnota zvyšuje význam vysokých 
objektů při určování úrovně detailu. Pozor, 
tímto parametrem může být narušena 
chybová metrika. 
- 
 
Tabulka B.2: Parametry pro program vytvářející model krajiny z výškové mapy 
parametr význam implicitní 
hodnota 
-h Zobrazuje nápovědu. - 
-m <název výškové mapy> Zadaná výšková mapa bude použita pro vytvoření krajiny. - 
-t <název obrázku textury> Zadaný obrázek bude použit jako textura krajiny. - 
-d <přirozené číslo> Zadaná hodnota určuje počet detailů výsledného modelu. 5 
-i <přirozené číslo> Nastavuje počáteční úroveň detailu. 2 
-g Povoluje použití Gaussova filtru pro zamezení aliasingu. - 
-n <přirozené číslo> Nastavuje počet dlaždic na ose x pro výsledný model 
krajiny. 
16 
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Příklad spouštění programu pro vytváření krajiny: 
· generator.exe -m maps/ps_height_1k.raw -t maps/ps_texture_1k.png -g 
 
Příklad spouštění aplikace procházení krajinou: 
· terrain.exe --model models/puget_sound 
 
B.2 Ovládání aplikace 
 
Aplikace je primárně ovládána klávesnicí. Pokud ji chceme ovládat myší, musíme přepnout ovládací 
mód pomocí klávesy Home. Ovládání kamery pomocí myši je velmi intuitivní. Při stisknutí levého 
tlačítka můžeme ovládat natočení kamery. S pravým tlačítkem docílíme pohybu kamery. Výčet 
kláves pro ovládání aplikace najdeme v tabulce B.3. 
 
Tabulka B.3 
pohyb kamery 
klávesa význam 
Šipka nahoru pohyb dopředu 
Šipka dolů pohyb dozadu 
Šipka doleva otočení vlevo 
Šipka doprava otočení vpravo 
Page Up pohyb nahoru 
Page Down pohyb dolů 
ostatní 
klávesa význam 
Home přepínání ovládacího módu klávesnice/myš 
Esc ukončení aplikace 
písmeno ‘v‘ přepíná zobrazování mezi polygonovým modelem a drátovým modelem 
písmeno ‘q‘ zvyšuje rychlost pohybu kamery při ovládání klávesnicí 
písmeno ‘a‘ snižuje rychlost pohybu kamery při ovládání klávesnicí 
 
B.3 Technické podrobnosti 
 
Program na vytváření krajiny je přizpůsoben výškové mapě ve formátu RAW. Výšková mapa musí 
být 8 bitový obraz v odstínech šedi. Obrázek textury musí být také 8 bitový, jeho podporované 
formáty jsou PNG, JPEG, BMP, TGA, TIFF. Doporučené rozlišení obrázku textury je mocnina dvou 
pro vertikální i horizontální hodnotu. Výšková mapa by poté měla být na obou osách o jeden pixel 
větší než obrázek textury. 
 
B.3 Zdrojová data 
 
Při vytváření krajiny byla použita data z webové stránky: 
http://www.cc.gatech.edu/projects/large_models/ 
Data byla upravena pro potřeby programu (viz technické podrobnosti). 
 
