I. Introduction
A very important part of our day-to-day life, nowadays, is Information Technology. It lies at the heart of almost all advanced technologies that make human life simplified. The number of E-commerce sites, Social Networking sites and other web portals are increasing day by day. As a result cyber-attacks are becoming rampant. These attacks include illegal access of data, illegal interception of data, eavesdropping of unauthorized data over an information technology infrastructure, etc. Popular Web attacks include Spam, Phishing Attacks, Information warfare, Nigerian Scams, and Denial-of-Service attacks.
In order to protect multi tiered web services, Intrusion detection systems have been widely used to detect known attacks by matching misused traffic patterns or signatures. A class of IDS that leverages machine learning can also detect unknown attacks by identifying abnormal network traffic that deviates from "normal" behavior previously profiled during the IDS training phase. The web IDS and the database IDS can detect abnormal network traffic sent to either of them. But these IDSs cannot detect attacks wherein normal traffic is used to attack the web server and the database server. For example if an intruder enters into a web server as a normal user but issues privileged data base queries to the web server for exploiting web server. In order to detect these types of attacks an intrusion detection system is implemented both at web server and data base server.
A lightweight process referred to as "containers," ( disposable servers for client sessions) are created by using virtualization. It is possible to initialize thousands of containers on a single web server, and these virtualized containers can be discarded, reverted, or quickly reinitialized to serve new sessions. A single physical web server runs many containers, each one an exact copy of the original web server. Double gueard approach dynamically generates new containers and recycles used ones. As a result, a single physical server can run continuously and serve all web requests. However, from a logical perspective, each session is assigned to a dedicated web server and isolated from other sessions. This allows us to identify suspect behavior by both session and user. If we detect abnormal behavior in a session, we will treat all traffic within this session as tainted.
Double guard
Double guard represents the deployment of IDS( intrusion detection system) both at front end web server and back end data base server. This simply represents a virtual container web server architecture where multiple containers are created for each user session using virtualization. This container based and session separated architecture enhances security performance as well as provides the isolated information flows that are separated in each container session. This allows us to identify the mapping between web server requests and data base queries. In multi tiered web architecture client sends HTTP requests to the web server and then web server issues SQL queries related to the clients request to the data base server to retrieve or update data depending on the HTTP request. The SQL queries that are issued by the web server depends on the type of HTTP request. Double guard models such a mapping relationships from all the legitimate users so as to detect web attacks.
Fig 1: virtual container architecture
With this virtual container based approach it is possible to build a pattern mapping between web requests and data base queries. Fig 1 depicts the virtual container architecture that created containers both at front end and back end.
Pattern mapping
Pattern mapping is the assignment of a label to a given input value. As illustrated in the fig 1 all the requests from clients to the data base server are separated by sessions. Each session is assigned with a unique session ID. Double guard normalizes the variables values in both HTTP request and DB queries and substitutes actual values of the variables with symbolic values. As a results session will have set of requests R and set of queries Q . If total number of sessions are N, we have total web requests REQ and queries SQL across all sessions.
Double guard is employed with four different types of pattern mapping techniques.
Deterministic Mapping:
Web request appears in all traffic with the SQL queries set . The mapping pattern is then → ( ). For any session in the testing phase with the request , the absence of a query set matching the request indicates a possible intrusion. On the other hand, if is present in session traffic without the , then this refers to as an intrusion..
Empty Query Set:
In special cases, the SQL query set may be the empty set. It means that the web request neither causes nor generates any database queries. For example, when a web request for retrieving an image GIF file from the same web server is made, a mapping relationship does not exist because only the web requests are observed. This type of mapping is called → . During the testing phase, we keep these web requests together in the set EQS.
No Matched Request
In some cases, the web server may periodically submit queries to the database server in order to conduct some scheduled tasks, such backup. This does not require any web request. This is similar to the reverse case of the Empty Query Set mapping pattern. These queries cannot match up with any web requests, and we keep these unmatched queries in a set NMR. During the testing phase, any query within set NMR is considered legitimate. The size of NMR depends on web server logic, but it is typically small.
Nondeterministic Mapping
Based on input parameters or the status of the webpage at the time the web request the same web request may result in different SQL query sets. In fact, these different SQL query sets do not appear randomly, and there exists a pool of query sets. Each time that the same type of web request arrives, it always matches up with one (and only one) of the query sets in the pool. The mapping pattern is → . Therefore, it is difficult to identify traffic that matches this pattern.
XSS attacks
Cross Site Scripting is yet another variety of attacks on Web applications. In this malicious data is injected into a database so as to gain unauthorized access to a network connection of an authorized user. Websites, generally, employ scripts written in JavaScript coupled with HTML, which runs on a client side rendering application for seamless user experience. Attackers utilize the fact that there is a trust relationship between a Web server and a browser. Such attacks can occur when data sent to the server are put onto the web site without being properly analyzed for possible security threats. If the data input in a form is a nasty script, it will be run by the browser. In the simplest case, a user will be shown pop-up window with its session ID completely recognizing it.
II.

Proposed System
PATTERN MAPPING STEP WISE ALGORITHM FOR DETECTING XSS ATTACKS
Cross Site Scripting (XSS) is a typical attack method where in the attackers inject malicious client scripts via legitimate user inputs. In Double Guard, all of the user input values are normalized so as to build a mapping model based on the structures of HTTP requests and DB queries. Once the malicious user inputs are normalized, Double Guard cannot detect attacks hidden in the values. So in order to detect XSS attacks a pattern mapping step wise algorithm is presented in this paper.
Fig 2: Flow diagram of XSS attacks
If request comes with some unknown attack signature, crafted rules R1, R2, R3, and R4 applied on the input data. These rules help to identify new generated attacks. A Pattern based approach followed by some crafted rules has been used. Step 4:
Regular Expressions and Wrapper classes has been used for Detection and Prevention of XSS
return to process tag(s) If this tag name is present in vSelfclosingTag Array end it with -/‖ Else If it needs closing tag end it = -‖ Else close the tag
Step 5: Invoke processRemove blanks(s) Output-Sanitized Request 
III. Conclusion
Pattern mapping step wise algorithm can detect the typical XSS web attacks that are occurred in multitier web applications. This gives a mechanism to secure java web applications from XSS (Cross Site Scripting Attack) by applying a framework based on pattern matching approach. Some comparisons have been made between existing solutions and the proposed algorithm. We tested the pattern mapping based framework on some java web applications. The strength of the framework is that it can be applied on any existing java web application without source code modification.
