We dedicate this paper to the memory of Leonid Khachiyan, collaborator and friend, who introduced the circumscribed ellipsoid algorithm as the first way of solving linear programming problems in polynomial time.
Introduction
Given a domain Q ⊆ E, where E is a complete metric space, and a function f : Q → Q, the fixed-point problem consists in finding, if it exists, a point x * ∈ Q such that x * = f (x * ). Many problems can be formulated as fixed-point problems. For example, a root-finding problem for nonlinear equations f (x * ) = 0 can be rearranged as g(x * ) = f (x * ) + x * = x * , which is a fixed-point problem. The applications of fixed-point problems include economic equilibria [9, 35] , game theory [9, 18, 34, 35, 55] , boundary value problems [2, 4, 24, 54] , and chaos and dynamical systems [13, 45] . In our paper we deal with finite-dimensional problems, with domains of the functions being closed Euclidean balls.
A number of fixed-point theorems have been derived in the last century. Each theorem is focused on a specific class of functions defined on a specific domain. Banach's fixed-point theorem [5] states that any contractive function of n into itself has a unique fixed point. Banach demonstrated that the simple iteration (SI) algorithm, x i+1 = f (x i ), generates a Cauchy sequence that converges to the fixed point of any such function. More general fixed-point theorems focused on continuous functions only. Brouwer demonstrated in [11] that any continuous function from a nonempty, convex and compact subset of n into itself has at least one fixed point. However, Brouwer's proof using topological arguments was nonconstructive. In 1967, Scarf [33] developed a simplicial algorithm for approximating fixed points for Brouwer's maps from a simplex into itself. This was the first constructive proof of Brouwer's fixed-point theorem. Since then, fixed-point computation has become an intensive research area and many new algorithms have been proposed including restart methods [27, 28] , homotopy methods [3, 16, 17, 52] and ellipsoid algorithms [25, 26, 23, 42, 47] . As we mentioned earlier, a fixed-point problem x * = f (x * ) can be transformed into a root-finding problem g(x * ) = f (x * ) − x * = 0. Therefore, effective root-finding algorithms such as Newton type methods can also be used to solve fixed-point problems (see Allgower and Georg [3] ).
Algorithms dealing with nonlinear fixed-point computation are iterative methods. We consider algorithms that are based on function evaluations, and assume that at least one function evaluation is required at each iteration. Most CPU time is usually consumed by function evaluations. Therefore, we can define the worst case cost of an algorithm, for a class of functions F, as the maximum number of function evaluations required to achieve prescribed precision for all functions in F. The problem complexity is defined as the minimal cost among all possible algorithms for the class F. An algorithm is almost optimal if and only if its cost is almost minimal. The complexity depends on the class of functions and the selected error criterion, as shown in [8, 21, 40, 41, 43] . We consider contractive functions with contraction factor ρ close to 1, nonexpanding functions (ρ = 1), and then a larger class of functions that are contractive/nonexpanding only in the direction of fixed points (but may be globally expanding); see Boonyasiriwat et al. [8] and Vassin and Eremin [50] . The contraction/nonexpansion property is defined with respect to the Euclidean norm. The ε-approximations of fixed points are obtained by using the absolute or residual error criteria.
In this paper we present a new implementation of the Circumscribed Ellipsoid (CE) algorithm that does not require the dimensional deflation procedure of Tsay [47] , and as a consequence has the cost lower by a factor of n. Our CE algorithm enjoys almost optimal cost O(2n 2 ln 1 ε ) for obtaining residual solutions x : ||f (x) − x|| 2 ≤ ε of nonexpanding and directionally nonexpanding functions, and exhibits the cost O(2n 2 (ln 1 ε + ln 1 1−ρ )) for obtaining absolute solutions x : ||x − x * || 2 ≤ ε for contractive and directionally contractive functions with factor ρ < 1 [8, 23] . We outline several numerical tests and compare the CE algorithm with simple iteration and Newton-type methods. The implementation of Newton-type methods called TENSOLVE [10] was utilized in this work. We do not directly compare our software with HOMPACK [52] or MINPACK [29] since they require differentiable functions and analytic formulas for Jacobians. Moreover, the test functions specified in those collections do not belong to our class, since in their fixed-point reformulations they are expanding in the direction of fixed points.
We remark that the ellipsoid algorithms are not applicable for the infinity-norm case. In [36] we developed a Bisection Envelope Fixed-point algorithm (BEFix), and in [37] we developed a Bisection Envelope Deep-cut Fixed-point algorithm (BED-Fix) for computing fixed points of two-dimensional nonexpanding functions. Those algorithms exhibit the optimal complexity of 2 ln 2 (1/ε) + 1. We also developed a recursive fixed-point algorithm (PFix) for computing fixed points of n-dimensional nonexpanding functions with respect to the infinity norm (see Shellman and Sikorski [38, 39] ). We note that the complexity of finding ε-residual solutions for globally expanding functions with ρ > 1 is exponential O((ρ/ε) (n−1) ), as ε → 0, [14, 21] .
Problem formulation
Given the domain B n = {x ∈ n | ||x|| ≤ 1}, the n-dimensional Euclidean unit ball, we consider the class of Lipschitz continuous functions
where n ≥ 2, || · || = || · || 2 , and 0 < ρ ≤ 1. In the case when 0 < ρ < 1, the class of functions is denoted by B n ρ<1 . The existence of fixed points of functions in B n ρ≤1 is assured by the Brouwer's theorem.
In this article, we present the circumscribed ellipsoid (CE) algorithm that, for every f ∈ B n ρ<1 , computes an absolute ε-approximation x to x * , ||x − x * || ≤ ε, and for every f ∈ B n ρ≤1 , computes a residual ε-approximation x, ||f (x) − x|| ≤ ε. We also extend the applicability of the CE algorithm to larger classes of functions considered by Vassin and Eremin [50] . We stress that the complexity bounds for the CE algorithm do not change in this case. Those larger classes were investigated for problems defined by differential and integral equations originating in geophysics, atmospheric research, material science, and image deblurring [1, 31, 48, 49, 51] . These problems were effectively solved by Feyer-type iterative methods and/or some general optimization techniques; however, no formal complexity bounds were derived. These classes are defined by
where n ≥ 2, || · || = || · || 2 , and ρ ≤ 1. We note that the functions in B α ρ≤1 may be expanding globally, and therefore the class B n ρ≤1 is a proper subclass of B α ρ≤1 .
Preliminary results
The following lemma is the basis of the circumscribed ellipsoid algorithm [7, 40, 41, 42, 47] . The proof of this lemma can be found in [41, 42] ; see also [30] .
We stress that this lemma holds for the Euclidean norm. The above lemma yields
is an absolute ε-approximation to the fixed-point x * .
The idea of CE algorithm is to construct a sequence of ellipsoids decreasing in volume, and converging to a fixed point. More precisely, we let A = E i be the i-th ellipsoid in that sequence. We let x = x i be the center of E i . Then we define the half-space H by 
In the next step of the CE algorithm we construct a new ellipsoid E i+1 of smallest volume containing the set H ∩ E i .
The following lemma exhibits upper bounds on the number of iterations of the CE algorithm. The proof of this lemma can be found in [8, 23] .
We remark that the same bounds hold for the larger class of directionallynonexpanding functions [8] . We also remark that the bound obtained in the above lemma is better by a factor of n than the bound obtained in [47] .
As a direct corollary from this lemma we get: We finally note that the number of iterations of the simple iteration algorithm to compute an absolute ε-approximation to the fixed point is ln(1/ε)/ ln(1/ρ) for contractive functions with ρ < 1.
Implementation
Each iteration of the CE algorithm requires constructing a minimum-volume ellipsoid that encloses the set containing a fixed point of function f . This set is an intersection of the previous ellipsoid and a half-space H from equation (3.2) . This computation is equivalent to computing an eigensystem that defines the ellipsoid. However, directly constructing the updated ellipsoids as in Figure 1 is numerically unstable [6] . Tsay [47] overcame this problem by using a rank-one modification of the symmetric eigensystem presented in [12] . The method is as follows. Each ellipsoid E i is represented by a symmetric positive definite matrix A i and the center x i . The formula for updating ellipsoids is given by
where α, β, and z are defined in Figure 1 . Suppose the eigendecomposition
. Then, (4.1) can be written as
By finding the eigendecomposition
To apply this method, A i is represented by Q i and D i . Initially, A 0 = I n×n , so we assign Q 0 = I n×n and D 0 = I n×n . The CE algorithm iteratively updates minimal-volume ellipsoids and eigensystems at the same time. Figure 2 presents the numerically stable implementation of the CE algorithm from Figure 1 . Our current implementation can be downloaded from http://www.cs.utah.edu/∼ sikorski/cea. The numerical stability of our implementation is the result of numerically stable updating of eigensystems as described below.
In the implementation the diagonal matrix D = D i is stored as a vector [d 1 , d 2 , . . . , d n ] and we assume that d 1 ≥ d 2 ≥ · · · ≥ d n . The rank1 subroutine is the implementation of the rank-one modification of the symmetric eigensystem. The input parameters for this subroutine include n, τ, b, D, and Q = Q i and the outputs are the eigenvaluesD and eigenvectorsQ of the matrix D − τ bb T . This rank-one modification problem is well studied in numerical linear algebra [12, 15, 19, 20, 44] .
Before the rank-one updating of the eigensystem is accomplished, a deflation process proceeds to avoid unnecessary computation. We implemented the deflation algorithm presented by Dongarra and Sorensen [15] . We utilized the LAPACK routines DLAED4, DLAED5 and DLAED6, that are the latest implementation of the algorithm for computing updated eigenvalues. These routines were first implemented by Rutter [32] and then modified by Tisseur and Dongarra [46] . Then the
return failed to compute ε-approximation in i max iterations [20] . We shall refer to this algorithm as the GE/LAPACK algorithm. The updated eigenvalues and eigenvectors are used to update D and Q as shown in Figure2.
In our implementation, we use explicit computation of updated eigenvalues and eigenvectors for the two-dimensional cases, and use the GE/LAPACK algorithm for higher dimensions. We note that in the worst case the arithmetic cost of each iteration of this algorithm is O(n 3 ) that is the result of updating of the eigenvector matrix. This cost could be lower than O(n 2 ) in the average/best case. This suggests that in the worst case this algorithm is efficient for relatively small values of n.
The user specified termination parameter ε is modified in our code according to the following rules. If the function evaluations are carried out in single precision, then
and if in double precision, then
where Macheps(j), j = 1, 2 are, respectively, machine precision in single and double floating point representations.
If the absolute termination is to be used (case ρ < 1) the user may request to modify the ε by
This is justified by the absolute sensitivity of the problem that is characterized by the condition number equal to 1 1−ρ .
Numerical results
In this section we compare the numerical results for several test functions using the CE, SI, and Newton-Raphson (NR) methods. The NR method is used to solve corresponding root-finding problems of the form f (x) − x = 0. We stress that the CE algorithm is designed to converge globally for noncontinuous, nondifferentiable functions, whenever Newton's method requires C 1 smoothness and starting points that are sufficiently close to the solution. We include the tests of Newton's method for illustrative comparison. We utilize the ACM TOMS implementation of Newton's method [10] . In each table for each algorithm (CE, SI, NR) we exhibit the total CPU time (in seconds), number of iterations and the number of the stopping criterion that resulted in termination. For the stopping criterion, the numbers 1 and 2 indicate absolute termination and number 3, residual termination (see Figure 2 ). In addition for the CE and SI, we exhibit in parentheses the upper bounds on the number of iterations (see Lemma 3.4 , where δ = ε(1 − ρ) for the absolute termination case). The speedup factors that represent the ratio in CPU time when using the CE algorithm instead of the SI or NR algorithm are also included. All tests are carried out on a Redhat Linux operating system on an AMD Athlon 64 Processor 3400+ machine.
In the tests of functions 2 and 3, some initial balls are not the unit balls. In these cases, the problems are defined on a general ball B n (c, γ). They can be transformed to the unit ball B n (0, 1) as follows.
Let f : B n (c, γ) → B n (c, γ) denote the original function defined on a ball B n (c, γ). The modified function f : B n (0, 1) → B n (0, 1) defined on a unit ball B n (0, 1) is
i.e., they satisfy the Lipschitz condition with the same ρ and
i.e., f : B n (0, 1) → B n (0, 1). In all tables we exhibit the user specified ε. In all cases these ε's were then modified according to equations (4.2)-(4.4); however, in only a few cases their values were changed.
Test 1. This test function is a simple affine mapping f : n → n given by
where the constant vector s is randomly chosen from B n (0, 1). Obviously, s is the unique fixed point of f for ρ < 1. We select this affine function since it is an almost worst-case test for the SI algorithm, as well as it shows how much faster the CE method can be than the Newton-Raphson algorithm. For example, Table 2 shows that for n = 5, 17-19 iterations of the CE method are 3.7-4.6 times faster than the corresponding 2 iterations of the NR method. Table 1 shows the results when n = 5 and the Lipschitz constant is varied from 0.9-0.999999 using the SI and NR methods, while Table 2 shows the results of the CE method. 
z is a complex variable and c is a complex constant. We include this test function since it comes from a practical electrical engineering application and exhibits slow convergence of the SI and NR algorithms. This complex test function is considered as a two-dimensional real function f : 2 → 2 , i.e., n = 2, but we evaluate the function as a one-dimensional complex function. The problem is tested with two values of the constant c : c = 1.025 and c = π/4 + 1.2 + i(π − 1.17). The fixed points of this problem are [0, 0.69032769] T and [2.14062, −2.50683] T , respectively. The results obtained by using the SI and NR method are exhibited in Table 3 , while Table 4 shows the results from the CE method. In the case of ball B 1 and ε = 10 −6 , the NR method exhibits oscillatory behavior with very slow convergence to the fixed point. This might be due to numerical instability of this specific implementation of the NR method for this test case. 
As such, T 3 is contractive with the factor ρ (0 < ρ < 1) on the whole 2 and has a unique fixed point at [1, 1] T , at which each component of T 3 is not continuously differentiable (since the right and left partial derivatives are −ρ and +ρ). The results from the SI and NR methods are exhibited in Table 5 . The results from the CE method are exhibited in Table 6 . It is worth noting that the CE algorithm can terminate with absolute error criterion even when ρ = 1; i.e., when the function becomes nonexpanding. T 4 : .75933] T . We select this function since it is nondifferentiable at many points. The results obtained by using the SI and NR methods are exhibited in Table 7 . It is worth noting that the speedup factor is increased by 4 orders of magnitude when ρ is closer to 1. Table 8 shows the results from the CE method. It is also worth noting that for this test function the CE method is in all cases superior to the Newton-Raphson method. T 5 : 
We choose the value of t = L 2 (1 − ρ 2 )/L 2 with L = 0.8234 and select the Lipschitz constant ρ close to 1. This function has a unique fixed point at [8.89 × 10 −4 , 6.61 × 10 −2 , 0.184, 6.61 × 10 −2 , 0.209, 0.415, 0.184, 0.415, 0.690] T . This choice implies that f is contractive [47, 53] . We include this function since it has a higher dimension than the other test functions and also comes from an application of numerical solutions of partial differential equations. The numerical results are exhibited in Table 9 and Table 10 . It turns out that the SI algorithm is faster than the CE algorithm when ρ is not too close to 1. This is because the cost of each iteration of the CE algorithm increases with the dimension as O(n 3 ). However, when ρ is close to 1, the CE algorithm is much faster than the SI algorithm although it is much slower than the NR algorithm. for i = 1, 2. This function has a unique fixed point at [0.5, 0.5] T and it is nondifferentiable at the fixed point. The results obtained by using the SI and NR methods are exhibited in Table 11 . This test function has the Lipschitz constant ρ = 1. Therefore, we set up parameters so that both methods terminate with the residual error criterion. Table 12 shows the results from the CE method. It is worth noting that in this test function the CE method is up to 7 times faster than the NR method. In addition, the NR method fails when ε is equal to and less than 10 −10 . We also observe that e.g. when ε = 10 −7 each iteration of the NR method is about 12 times more expensive than each CE iteration. We select "rotational-type" functions 7 and 8 from the larger class of directionally nonexpanding functions. They have discontinuities on the boundary and/or inside the domain.
Test 7. This test function is in the larger class B n ρ≤1 , so it is nonexpanding (ρ = 1) in the direction of the unique fixed point [0.5, 0.5] T . This is why for this test we utilize the residual stopping criterion. We observe that this function is discontinuous, and it is a rotation by angle θ = 10 degrees around [0. 
; r ≤ R, Table 13 shows the results from using the SI and NR algorithms, and Table 14 show the results from the CE algorithm. The solutions computed by CE are within absolute distance = 10 −2 , ..., 10 −15 , to the fixed point [0.5, 0.5] T whenever ε = 10 −2 , ..., 10 −15 . For this test function the SI algorithm fails to obtain the fixed point. Although the NR method is mostly faster than the CE algorithm, the computed approximation is far away from the fixed-point (absolute distance from the fixed point is approximately equal to 0.707). The NR method converges to the boundary of the unit circle, in whose neighborhood the function has arbitrarily small residual value. In addition, the NR method fails to converge when ε ≤ 10 −9 . 
The fixed point of this problem is [0.5, 0.5] T . In this test we use θ 1 = 0.1 degree and θ 2 = 1 degree. Table 15 shows the results from using the SI and NR algorithms, and Table 16 shows the results from the CE method. In this case, the NR method converged to the correct fixed point. We note that in all our tests the CE algorithm terminated with the absolute error criterion (1) or (2) much faster than indicated by the upper bounds. We also note that each iteration of the Newton-Raphson method is about 8-12 times more expensive than the iteration of the CE algorithm for two-dimensional functions. 
Conclusion
We developed a numerically stable FORTRAN 77 implementation of the circumscribed ellipsoid (CE) algorithm for approximating fixed points of directionally nonexpanding functions. Our implementation of the CE algorithm terminates with the absolute error criterion (1) or (2) much faster than indicated by the upper bounds, for all of the tested functions. The implementation of the CE method is much more efficient than the simple iteration algorithm when n is small and ρ is close or equal to 1. Our experiments indicate that a hybrid method based on circumscribed ellipsoid and Newton-Raphson algorithms could be very efficient for solving our problems and should be developed in future research. 
