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ソフトウェア品質の定量的管理における曖昧さ 
―ソフトウェア欠陥測定の原則― 
The Ambiguity of Quantitative Management on Software Quality 
―A Rule for Measuring Software Defects― 
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１．はじめに 
今日の企業活動は情報システムに大きく依存しており，情報システムに障害が発生
した場合にこれが原因となって事業が中断するリスクが高くなっている。そのため，
情報システム利用企業におけるソフトウェアへの信頼性要求は以前に増して高まっ
ている(1)。一方で，ソフトウェアはビジネスの迅速さを実現する有効な手段の１つで
あり，ソフトウェア開発の短期化に対するニーズも強い。このような状況において，
ITベンダー企業などのソフトウェア開発組織においては，信頼性要求を満たすソフト
ウェアを，確実かつ早期に提供できる能力が求められている。 
システム運用時に必要とされる信頼性要求を満たしたソフトウェアを開発する有
効な手段として，ソフトウェア開発の定量的管理に産業界の関心が寄せられている。
日経コンピュータ（2008）が2008年に実施した調査によると，有効回答数814件のシ
ステム開発プロジェクトにおける成功率(2)は31.1％であったが，「何らかの定量的管理
の手法を導入している」と回答した企業の成功率は56.6％であった（日経コンピュー
タ，2008，p.39）(3)。また，ソフトウェア開発組織能力の成熟度レベルを５段階で表
した能力成熟度モデル統合CMMI（Capability Maturity Model Integration）(4)にお
いて，定量的管理は，上位から２番目のレベル４に位置づけられている（CMMI 
product team，2006）。これは，ソフトウェア開発組織がプロジェクトを成功裏に終
えられるよう管理するための重要なプラクティスとして，定量的管理が位置づけられ
ていることを表している。 
翻って，ソフトウェア開発組織における定量的管理の実際の状況に目を向けると，
有効に機能していないばかりか，定量的管理そのものが目的にすり替わっているかの
状況をしばしば見聞きする。具体的には，管理指標（メトリクス(5)）を明確に定める
ことなく品質および生産性データを測定している，蓄積された測定データの分析結果
を開発現場にフィードバックできていない，測定の明確な基準を定めないままに目標
値だけを開発現場に指示している，などである。このような定量的管理では，ソフト
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ウェアの信頼性向上という本来の目的を達成できないだけでなく，定量的管理を推進
しようとするソフトウェア品質担当部門と，無駄な管理工数の増大を嫌う開発・技術
部門とのあいだに無用な対立を生みだしかねない。ソフトウェア開発の定量的管理を
有効に機能させるために組織として実施すべきことは多々あるが，少なくとも，測定
の曖昧さを排除する努力が必要である。 
ソフトウェア測定の曖昧さを排除しようとしたときに，もっとも有用であると一般
に考えられている情報源は，ISO/IEC(6)国際規格や，IEEE(7)が規定した標準規格など
の国際標準（Global Standard）である。しかし，本稿の執筆時点で規格化されてい
る国際標準は，ソフトウェア欠陥測定の曖昧さの解消に役立つ情報を与えていない。
とくに，ソフトウェア欠陥１件をどの粒度で測定するべきかに関して，何１つ指針を
与えていない。近年は，ソフトウェア開発に関する生産性データなどの国際および国
内ベンチマーキングが広く行われており（8），出荷後のソフトウェア欠陥密度に関する
国際比較も報告されるようになってきている（Cusumano，et al.，2003）(9)。しか
し，ソフトウェア欠陥１件の粒度に関する共通認識が形成されなければ，ソフトウェ
ア欠陥密度に関するベンチマークデータを収集しても，その有用性を訴求することは
難しい。また，ソフトウェア欠陥１件の粒度に関する議論は，ソフトウェア開発組織
内で組織標準が規定されることはあっても，技術論文などの形式で議論されたことは
筆者の知る限りない。 
以上に述べた問題認識に基づき，本稿では，ソフトウェア欠陥の測定における原則
について提案する。ここで提示する原則は，ソフトウェア開発ライフサイクル全体で
一貫性のある粒度で欠陥を収集し，開発プロセスにおける欠陥除去能力を評価すると
いう観点から提示したものである。本稿では，まず，ソフトウェア開発実務者を対象
に実施したアンケート結果を提示しながら，ソフトウェア欠陥測定における曖昧さの
具体的な問題を示す。次に，国際標準が規定するソフトウェア欠陥に関する用語定義
を示し，これらがソフトウェア欠陥測定における曖昧さの解消に貢献していないこと
を示す。その上で，筆者が考えるソフトウェア欠陥測定の原則を提示し，この原則に
よりソフトウェア欠陥の測定における一貫性が確保できることを論じる。 
 
２．ソフトウェア欠陥測定における曖昧さの問題 
ここでは，ソフトウェア欠陥測定における曖昧さの問題を分かりやすく示すために，
具体的な３つの状況を例示する。同時に，これらの状況においてソフトウェア実務者
が欠陥を測定したときに，その測定値がいかにばらつくのかを示す。ここで用いるソ
フトウェア実務者の回答は，2010年８月に東洋大学で開催された日本科学技術連盟主
催「ソフトウェア品質シンポジウム2010」において，筆者が担当したソフトウェアメ
トリクス SIG（Special Interest Group）に参加した実務者25名を対象にアンケート
を実施した結果である。シンポジウムの性質上，定量的管理に日頃より関心を持つ実
務者がアンケート対象になっており，日経コンピュータ（2008）の調査とは母集団の
性質が大きく異なることに注意が必要である。なお，このアンケートはあくまでソフ
トウェア欠陥測定の曖昧さの問題を分かりやすく示すために実施したものであり，妥
当性および信頼性のあるアンケート調査を指向しているものではない。 
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2.1 ソフトウェア欠陥測定に関する具体的な状況例 
(1) 状況１：同一の仕様書内において複数個所を修正した場合 
もっとも基本的な状況として，まず，次の例を考える。「設計インスペクション(10)
の過程で，設計仕様書の記述誤りを１個所発見した。誤りのあった個所を修正したの
ち，これに伴って変更を要する同一設計仕様書内の２個所を修正した。」この状況に
対して，アンケート対象としたソフトウェア実務者の回答を図表１に示す。全体の
76％が「欠陥１件」という回答に集中しているが，残りの回答は２件または３件とば
らついている。 
 
図表１ 状況１におけるソフトウェア欠陥測定値の回答 
 １件 ２件 ３件 目的により異なる 合計 
回答数（人） 19 1 3 2 25 
割合（％） 76 4 12 8 100 
 
(2) 状況２：複数成果物にまたがる修正の場合 
次に，「結合テスト工程においてプログラムの振る舞いに関する問題を発見し，そ
の原因が，誤った設計内容であることが分かった。設計仕様書の当該個所１個所を修
正したのち，これに伴って変更を要する２つのソースコードファイルをそれぞれ１個
所ずつ修正した」という状況を考える。これに対する実務者の回答は図表２の通りで
あった。状況１と同様に，大半の回答が「欠陥１件」に集中したが，その比率はやや
減少している。 
 
図表２ 状況２におけるソフトウェア欠陥測定値の回答 
 １件 ２件 ３件 合計 
回答数（人） 17 3 5 25 
比率（％） 68 12 20 100 
 
(3) 状況３：複数成果物にまたがる修正で，修正漏れが生じた場合 
状況２の続きとして，「その後の結合テストにおいて，状況２と同じ修正対応をす
べきであったソースコードファイルをさらに２つ発見した。これらのファイルについ
て，修正を要する部分をそれぞれ１個所ずつ修正した」という状況を考える。これに
対する実務者の回答を図表３に示す。状況１や状況２とは大きく異なり，得られた回
答は大きくばらついた。ただし，これらの回答の中には，状況２と状況３を合算して
回答している場合と，状況３のみについて回答している場合が混在している可能性が
ある。また，同じ数値を回答していても，測定対象としている要素が異なっている場
合がある。したがって，ここで示している数値は参考程度にとどめるべきであるが，
とはいえ，最頻値の２件という回答が44％と過半数に満たないほどにばらつきが大き
い点は興味深い。 
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図表３ 状況３におけるソフトウェア欠陥測定値の回答 
 １件 ２件 ３件 ４件 ５件 目的により異なる 合計 
回答数（人） 8 11 1 1 3 1 25 
比率（％） 32 44 4 4 12 4 100 
 
以上，簡単なアンケートの結果からも明らかな通り，産業界のソフトウェア実務者
にとって，欠陥測定の粒度に関する共通認識はまったく存在していないといえる。こ
のように，ソフトウェア欠陥の測定値は，組織によって，または測定者個人の見識に
よって，測定結果が異なるという状況にある。 
 
2.2 ソフトウェア欠陥の記録状況 
ここでは，ソフトウェア欠陥測定における組織の取り組み状況について述べる。2.1
節で示したアンケートの際に，あわせて，設計工程で作り込まれたソフトウェア欠陥
の記録状況について質問した。その結果を図表４に示す。「測定している」と回答し
ているのが全体の68％であり，ソフトウェア開発プロセスの上流工程から定量的管理
を試みている傾向が読み取れる。しかし，ソフトウェア欠陥の粒度について組織内で
標準化されていると回答しているのは20％のみであり，その測定精度を品質部門等が
確認しているところは皆無であった。このことから，ソフトウェア欠陥測定に関する
基準が曖昧なままに定量的管理を行っている様子がうかがえる。 
 
図表４ 設計工程で作り込まれたソフトウェア欠陥の記録状況 
状況 回答数（人） 比率（％） 
測定していない 6 24 
測定しているが，粒度定義や，測定精度の確認は測定者任せ 10 40 
測定しているが，粒度定義は測定者任せ 
ただし，測定精度は品質部門等が（抜取により）確認している
2 8 
測定しており，粒度定義は組織内で標準化されている 
しかし，測定精度は測定者任せ 
5 20 
測定しており，粒度定義は組織内で標準化されている 
また，測定精度は品質部門等が（抜取により）確認している 
0 0 
無回答 2 8 
合計 25 100 
 
さらに，テスト工程におけるソフトウェア欠陥の記録状況についても質問した。具
体的には，原因系であるソフトウェア欠陥（障害）と，その結果として生じるソフト
ウェア故障（ソフトウェアの振る舞いに関して，期待する結果と実際に得られる結果
が合致していない状態）について，それぞれの測定状況を質問した。その結果を図表
５に示す。テスト工程において，結果系である故障の測定は88％が測定していると回
答したが，原因系である障害については32％にとどまった。 
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図表５ テスト工程でのソフトウェア欠陥の記録状況 
状況 回答数（人） 比率（％） 
故障件数のみ測定している 15 60 
障害件数のみ測定している 1 4 
故障と障害の両方を測定している 7 28 
無回答 2 8 
合計 25 100 
 
以上のことからも，ソフトウェア欠陥測定に対する組織的な取り組み状況に大きな
ばらつきがあることがうかがえる。ソフトウェアの定量的管理に対する産業界の期待
は高いものの，ここで示したアンケート結果が示すように，ソフトウェア開発組織の
現場において十分な信頼性および妥当性のある測定が行われている訳ではない。この
ような曖昧さを許容した定量的管理では，開発現場へとメトリクスを導入・展開する
ときに注意深く行わなければ，冒頭に述べた通り，無駄な管理工数の導入として開発
現場に受け止められかねない。 
 
３．国際標準におけるソフトウェア欠陥定義の曖昧さ 
ここでは，国際標準におけるソフトウェア欠陥の定義について議論する。図表６に，
IEEE 標準における欠陥関連用語の定義一覧を示す。以降，これらの定義について議
論する。 
 
図表６ IEEE 規格における欠陥関連用語の定義 
用語 定義（筆者訳） IEEE 規格 
欠陥 
（defect） 
障害（fault）または故障（failure）のいずれかを言及で
きる一般的用語。 
982.1-2005 
障害 
（fault） 
(1) ハードウェアデバイスまたはコンポーネントの欠陥
（defect）。 
(2) コンピュータープログラム内の，不正確なステップ，
プロセス，またはデータ定義。注）この定義は，フ
ォールトトレランスの文脈で主に用いられる。一般
には，エラー（error）やバグ（bug）をこの意味に
用いる。 
610.12-1990 
(R2002) 
故障 
（failure） 
システムまたはコンポーネントが，指定された性能要求
の範囲内で要求された機能を果たせないこと。 
610.12-1990 
(R2002) 
誤り 
（error） 
(1) 正しい結果と，観測された結果の相違。狭義の error。
(2) 不正確なステップ，プロセス，またはデータ定義。
狭義の fault。 
(3) 不正確な結果。狭義の failure。 
(4) 不正確な結果を生み出した人間の行為。狭義の
mistake。 
610.12-1990 
(R2002) 
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図表６ IEEE 規格における欠陥関連用語の定義（続き） 
用語 定義（筆者訳） IEEE 規格 
アノマリ  ー
（anomaly） 
要求仕様，設計文書，ユーザ文書，標準，または誰かの
認識もしくは体験など，これらに基づく期待から乖離し
た状態。 
1044-1993 
(R2002) 
1028-2008 
文書において，またはソフトウェアもしくはシステムの
運用において観測された，期待から乖離したものすべて。
ただし，期待は，検証済みのソフトウェア製品，リファ
レンス文書，または指定された振る舞いを記述したその
他の情報源に基づく。 
829-2008 
 
まず，欠陥（defect）について，IEEE 982.1の定義では，原因系である障害にも，
結果系である故障にも使える言葉であると説明しており，極めて抽象度の高い定義で
ある（IEEE 982.1，2005）。原因系と結果系の両方の意味で欠陥と言及している書籍
や論文がすでに多数あるため，それらとの整合性をとるためにこのような抽象度の高
い定義を与えたのではないかと考えられるほど，抽象度の高い定義である。本稿で指
摘しているようなソフトウェア欠陥１件の粒度を考えるにあたっては，ほとんど役に
立たない定義である。 
次に，欠陥を障害（fault）と見なした場合について考える。IEEE 610.12の定義を
額面通りに解釈すると，コンピュータープログラムの問題個所に限定していて，仕様
書の問題個所については言及していない（IEEE 610.12，2002）。これでは，「欠陥は
上流工程でできるだけ除去すべきである」というソフトウェア開発マネジメントにお
ける基本原則の命題が論理的に矛盾することになる。もっとも，誤り（error）の第２
項にある狭義の障害では，コンピュータープログラムに限定していないので，この矛
盾は回避できるかもしれない。しかし，やはり「欠陥１件の数え方」については何の
示唆も与えていない定義である。 
続いて，欠陥を故障（failure）と関連づけて数える場合を考える。しかし，これも
前述の命題を考慮すると不適合である。なぜなら，システムの機能に影響を与えるコ
ードの問題個所のみを欠陥として識別することになり，仕様書の問題個所は対象外と
なってしまうからである。また，エラー（error）は，広義には人間の行為まで含んだ
定義であり，狭義には測定結果の誤差を意味している。これは，レビューやテストで
除去すべき欠陥とは明らかに異なるため，本稿の問題認識との整合性がとれていない。 
最後に，ソフトウェア品質の分野で比較的新しい用語であるアノマリ （ーanomaly）
について考える。筆者の経験的認識では，アノマリーの定義が，産業界における日々
のソフトウェア開発・管理活動の中で，除去し，管理し，作り込み防止の対象として
いる「欠陥」のニュアンスに一番近い。しかし，IEEE Std 1044（2002）および IEEE 
Std 1028（2008）では，文書化されていないユーザの期待とのギャップも定義に含ん
でいる。確かに，暗黙のニーズを含めた顧客満足を追究してこそ品質であるという考
え方からすれば正論であるが，契約を前提とする受託ソフトウェア開発において「文
書化されていない事項でも問題があれば欠陥である」という原則を主張することには
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少々無理がある。その点，IEEE Std 829（2008）の定義は，少なくとも文書化され
た情報を基準に考えているので，この点については問題がない。しかし，そもそも原
因系と結果系のいずれも包含できてしまう広範な定義であるため，欠陥＝アノマリー
と見なすことには問題がある。 
以上，IEEE 規格を対象に議論してきたが，これとは別に，ソフトウェアおよびシ
ステムズエンジニアリングに関する国際規格として ISO/IEC JTC 1/SC 7で議論され
ている一連の規格群がある。この分野の用語を整理した規格として，ISO/IEC/IEEE 
24765が規定されている（ISO/IEC/IEEE 24765, 2009）。ただし，中身を見ると，図
表６に示した IEEE 標準の定義と若干異なる部分はあるものの，２章で示した質問を
満足させるような用語定義が示されているわけではない。また，ソフトウェア品質に
関する国際規格群の１つである ISO/IEC TR 25021では，品質測定要素として障害
（fault）数を挙げている（ISO/IEC TR 25021, 2007）。この技術文書では，それぞれ
の障害は分類しなければならない，重大度で重み付けしなければならない，作り込み
工程を記録しなければならないなど，属性として記録すべきことを挙げている。しか
し，障害の粒度については言及していない。 
以上，それぞれの用語定義について言及した通り，ISO/IEC 国際規格および IEEE
規格が与えているソフトウェア欠陥の定義は，欠陥１件の粒度を考えるにあたっては
有益な情報をもたらしているとはいえない。ソフトウェア開発組織内での定量的管理
を展開したり，組織を超えたベンチマーキング活動を実施したりするにあたっては，
ソフトウェア１件の粒度に関する議論を明確にしておく必要がある。 
 
４．ソフトウェア欠陥測定における原則 
ここで，筆者が考えるソフトウェア欠陥１件の数え方原則を提案する。筆者が提案
する原則は，「成果物における原因部分の修正について１件と数え，これに関連して
修正を要する他の部分も集約する。ただし，異なる修正プロセスに推移した以降は，
関連して修正を要する他の部分はそれぞれ個別の欠陥として測定する」というもので
ある。以降，この原則を，２章で説明した状況に当てはめて説明する。 
 
4.1 ソフトウェア欠陥測定における状況例への原則の適用 
(1) 状況１：同一の仕様書内において複数個所を修正した場合 
状況１は，原因部分の修正１個所に対して，これに伴って修正を要する部分が２個
所あるという状況である。筆者が示す原則に従えば，これは１件のソフトウェア欠陥
として測定する。 
 
(2) 状況２：複数成果物にまたがる修正の場合 
状況２も，原則に従えば，状況１と同様に１件のソフトウェア欠陥として測定する。
ただし，ソフトウェア欠陥の作り込み工程から発見工程までのタイムラグが状況１に
比べて大きくなっており，欠陥除去とその修正確認に必要な工数は状況１に比べて大
きくなる。これは，ソフトウェア欠陥１件の重みとして考慮すべき事柄であり，件数
として欠陥を数える場合とは切り分けて議論すればよい。 
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(3) 状況３：複数成果物にまたがる修正で，修正漏れが生じた場合 
アンケート結果では意見が大きく分かれた状況３であるが，状況２で測定した１件
の後，すでに異なる修正プロセスに推移しているので，筆者の原則を適用すれば，状
況３において新たに観測された問題個所はそれぞれ個別の欠陥として測定する。すな
わち，状況２で測定した１件と，状況３で測定した２件を合算し，全体で３件のソフ
トウェア欠陥として測定すればよい。 
 
4.2 原則を適用する際の留意事項 
筆者が提案する原則では，「成果物における原因部分の修正」と定義しており，「異
なる修正プロセス」に推移した以降は別の欠陥として測定している点に注意する必要
がある。また，「異なる修正プロセス」に推移した以降は，「それぞれ個別の欠陥」と
して測定している点にも注意が必要である。もしも「修正プロセスにおける問題につ
いて集約し，欠陥１件として測定する」としてしまうと，成果物の問題個所に起因し
た修正を要する部分と，修正プロセスの問題により生じた修正を要する部分が混在し
てしまい，問題を生じさせた原因の切り分けと特定が不明確になってしまう。ソフト
ウェア欠陥を測定する大きな理由の１つは，欠陥を手がかりとしたソフトウェア開発
プロセスの改善にあるため，根本原因分析を行えるだけの分解能を確保しておく必要
がある。 
また，測定の一貫性の維持という観点からも，この原則は有用であると考える。た
とえば，状況３において修正プロセスが見逃した２個所の問題について，これらの見
逃しに気がついた工程がそれぞれ異なっていたとする。先述の通り，筆者の原則に従
えば，見逃しの１個所目を発見した工程で欠陥１件を数え，２個所目を発見した工程
で別の欠陥１件を数える。あるいは，２個所の見逃しに気づいた工程が同一だった場
合でも，２件の欠陥として数える。このようにしなければ，問題個所の見逃しに気づ
いた工程が異なるだけで，欠陥数が増えたり減ったりすることになってしまい，成果
物の品質評価における一貫性が欠如してしまう。この例が示すように，修正プロセス
に問題があり，これが原因となって成果物に同様の修正個所が複数生じてしまった場
合は，原則ではそれぞれを個別の欠陥として測定する。 
 
4.3 修正プロセスの粒度に関する議論 
これまでの議論では，主に，成果物の単位を基軸としてソフトウェア欠陥の粒度を
議論してきた。これに加えて，状況３の説明で修正プロセスの問題に言及したように，
修正プロセスの粒度も同時に議論しなければならない。しかし，修正プロセスの粒度
については原則を示すことは現実的に困難であり，ガイドラインを提示するのが限度
であると考える。 
Humphrey（1995）がソフトウェア技術者に測定とプロセス改善を教育するために
開発した訓練コースであるPSP（Personal Software Process）では，ソースコード
中のセミコロン忘れをそれぞれ１件ずつの欠陥として数えるという例を示している
（Humphrey，1995）。この例は，ソフトウェア開発実務における欠陥測定の実際か
らすれば非現実的な詳細度であり，セミコロン忘れという欠陥を記録することはほと
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んどない。しかし，Humphrey が示した例は，筆者が提案する原則に従えば「セミコ
ロン忘れの見逃し」というプロセス上の問題が生じた結果であり，それぞれ個別の欠
陥として測定すべきという結論に至る。これはまさに，修正プロセスの粒度をどのレ
ベルで定義するかの議論に依存した問題である。 
ソフトウェアプロセスに関する国際規格として，ISO/IEC 12207:1995が規定され
ている（ISO/IEC 12207，1995）。この規格では，プロセスを「互いに関連をもった
『アクティビティ』の集合で，入力を出力に変換するもの」と定義している。また，
同規格では，ソフトウェアライフサイクルプロセスを，要求定義や方式設計などのア
クティビティレベルと，これを構成する複数のタスクとして規定している。しかし，
ソフトウェア開発の実務ではこれらの規格通りの開発プロセスを踏襲することは稀
である。同規格は，開発プロセスの参照モデルとしては有益だが，ソフトウェア欠陥
の測定における修正プロセスの粒度定義に利用するのは非現実的であると考える。 
現実的なソフトウェア開発において修正プロセスとして識別できるタイミングは，
次のいずれかとするのが妥当であると考える。１つは，プロジェクト計画として定義
された個別のマイルストーンの終了確認が終わった以降の修正は，修正プロセスとし
て識別する方法である。もう１つは，ソフトウェア構成管理システムにチェックイン
されたソフトウェア要素について，修正を行うときに公式なチェックアウトを必要と
する場合に，修正プロセスを経るものと識別する方法である。後者の場合は，構成管
理システムを通じて記録を自動化できる利点がある。 
修正プロセスの識別タイミングについて原則を提示することは容易ではないが，こ
こで示したように，プロジェクト計画または構成管理システムの操作を基準としてプ
ロセスを定義することが妥当であると考える。 
 
５．おわりに 
本稿では，ソフトウェア開発における定量的管理の曖昧さの問題として，ソフトウ
ェア欠陥１件の測定粒度に関する原則を提案した。この測定原則を実務において適用
する際には，原則に基づく測定の信頼性ニーズと，実適用における利便性ニーズのバ
ランスが考慮されることになるであろう。しかし，本稿で示した原則は，ソフトウェ
ア測定の実務における曖昧さを議論する際のアンカーポイントとしての役割を果た
すものであり，ソフトウェア定量的管理における非科学性の解消に寄与するものと期
待される。 
 
【注】 
(1) 日本情報システム・ユーザー協会（2010）の調査によると，基幹系情報システムにおいて
「ファイブナイン」以上の稼働率を達成している情報ユーザ企業は約35％にのぼる（日本
情報システム・ユーザー協会，2010）。ここで，ファイブナインとは稼働率99.999％を意味
しており，一年間24時間連続稼働において５分以下の停止時間を意味する。 
(2) ここでの成功とは，品質・コスト・納期のいわゆる QCD（Quality，Cost，Delivery）の
すべてについて当初計画を達成できたものを成功と定義している（日経コンピュータ（2008
年12月１日号）p.39）。 
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(3) ただし，「何らかの定量的管理を導入している」と回答した企業数は有効回答数814件のう
ちの68件のみであり，定量的管理が普及しているわけではない。 
(4) CMMIの前身であるCMM（Capability Maturity Model）が1991年に初版公開されて以来，
CMM/CMMI は，プロセス改善および評価の業界標準的な存在として世界的に広く参照さ
れている。 
(5) メトリクス（metric）とは，ソフトウェア品質評価プロセスを規定した国際規格 ISO/IEC 
14598-1:1998では「測定尺度と測定方法」を規定したものを意味している（ISO/IEC 14598, 
1998）。しかし，ソフトウェア測定プロセスを規定した国際規格 ISO/IEC 15939:2002では
この用語を規定していない。その代わりに，測定の結果として値が定まる変数として測定
量（measure）という用語を規定している（ISO/IEC 15939, 2002）。 
(6) 国際標準化機構（ISO，International Organization for Standardization）と国際電気標準
会議（IEC，International Electrotechnical Commission）が合同で設置した専門委員会
（JTC，Joint Technical Committee）によって規定された国際規格である。 
(7) 米国電気電子学会（IEEE，The Institute of Electrical and Electronics Engineers）。 
(8) ソフトウェア開発ベンチマークデータの例として，国際的には ISBSG（International 
Software Benchmarking Standards Group）がよく知られている（ISBSG，2010）。国内
では，情報処理推進機構ソフトウェアエンジニアリングセンターが2005年から毎年出版し
ている『ソフトウェア開発データ白書』が代表例である（情報処理推進機構ソフトウェア
エンジニアリングセンター，2009）。 
(9) Cusumano ら（2003）の調査によると，欠陥密度（ソフトウェア製品の出荷後１年以内に
発見された欠陥数を，新規ソースコード1,000行あたりに換算した値）について，日本の調
査対象企業の中央値が0.020，米国では0.400，インドでは0.263であった（Cusumano，et 
al.，2003）。 
(10) インスペクション（inspection）とは，一般に，もっとも公式度の高い技術レビューのこ
とを意味する。複数のレビューアがそれぞれ事前レビューを行い，その結果を集約する記
録ミーティングを実施し，レビューに要した時間と指摘件数を記録するといったプロセス
に従ってレビューを行う。 
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