Abstract-In this paper, we present a case study of evolution (or vertical reuse) in the domain of visual interactive software tools. We introduce an architecture suitable for this purpose, called orthogonal architecture. The paper describes the architecture itself, the reverse engineering process by which it was obtained, and the forward engineering process by which it was evolved.
INTRODUCTION
OFTWARE evolution is a process where the program is S adjusted to satisfy a new set of requirements. In this respect, software evolution, reuse in vertical domain, and perfective maintenance overlap to a large extent. In this paper, we present a case study of evolution (or vertical reuse) in the domain of visual interactive software tools.
The concepts of vertical reuse and evolution are related to the concept of "program families" [7], [8] . Program families are sets of programs whose common properties are so extensive that it becomes advantageous to study the common properties of these programs before analyzing individual differences. The concept of program families is in turn related to the concept of application domain [l], [6] , [lo] . Software architectures were investigated in several recent papers and reports. In 2) Adaptability. The classes are capable of evolving, i.e., they are capable of absorbing necessary changes while the overall structure of the system remains unchanged. 3) Reusability. The architecture can be transformed from one set of specifications to another one within the domain.
In order to accomplish these objectives, we developed "orthogonal architecture," and a methodology for transforming one program having that architecture into another, satisfying a new set of requirements. In order to confirm both architecture and methodology, we conducted a case study of the domain of visual interactive tools. Our previous experience in this domain is summarized in [ll], [12] .
In Section 2, we describe the ideal orthogonal architecture.
In Section 3, we describe the actual architecture of the Environment for Decomposition and Generalization (EDG). Sections 4 and 5 describe processes of reverse and forward engineering related to EDG architecture, respectively. Section 6 lists the conclusions of this study.
ORTHOGONAL ARCHITECTURE
Orthogonal architecture consists of classes (objects) organized into layers and threads. Layers are a well-known concept, and they are sets of classes on the same level of abstraction [2], [4]. Threads are special cases of subsystems [5] , and they consist of classes implementing the same functionality. Threads also can be characterized as sets of classes related to each other by relationship of "use," while there is no "use" relationship among the classes of a layer. The architecture is fully orthogonal if threads are independent of each other, i.e., there is no use between the classes of different threads. The orthogonal architecture has a shared top layer, which invokes individual threads, and a shared bottom layer, which contains classes jointly used by all threads, usually data shared among the threads. Each thread implements a part of requirements specifications, and is independent of other threads. During the evolution, the requirements change. With orthogonal architecture, each change affects some threads only, leaving the rest intact. Hence the change in requirements is localized, causes a lesser impact, and it is easier to implement. Fig. 1 In practice, we allow deviations from this rigid grid, in a similar style in which Broadway is a deviation from the orthogonal street grid in Manhattan. It is a well-known fact that some systems cannot be layered, or that the cost of full layering would be prohibitive [4] . Similarly, the complete separation among the threads may be impossible or its cost may be prohibitive. However, orthogonal architecture serves as an important design ideal. The closer the actual design approximates the orthogonal architecture, the better it supports attributes of understandability, adaptability, and reusability. Every deviation and every irregularity in the architecture weakens the above mentioned properties. All extra costs required by the orthogonal architecture are then weighted against the advantages of higher understandability, adaptability, and reusability.
Not all domains, however, are likely to be suitable for this kind of architecture. In [4], it was remarked that even a less restricted layered architecture would not be suitable for all domains. We believe that the architecture close to that of Fig. 1 is suitable for many interactive repository systems, where the user selects various commands from a menu. The main functionality of the commands is to update or query the shared data repository. (Our notion of "command" is equivalent to "use cases" of [5] ). If the domain displays these characteristics, we believe it is suitable for orthogonal architecture. Our case study deals with one such domain, the domain of interactive software tools.
Reuse of an orthogonal architecture is accomplished by a process which is a variant of OODG [13] and OOSE [5] . While layer 1 controls the program, commands are always implemented in the threads. A new program of the same domain can reuse some of the old commands completely, others with modifications, others have to be implemented from scratch, and some are no longer used. The designer maps new commands on the old ones. Then the threads which consist of commands no longer used are discarded, the threads consisting of fully reused commands are kept without change, and the rest of the threads are modified.
The next step consists of modification of the classes in the threads. The process is top-down, first dealing with the top classes of the thread, then with the classes used by them, etc. For each class, class members are modified. Four different scenarios can occur:
The class member is reused "as is." No changes are required.
* The class member needs to be adjusted to conform to a new set of requirements. The class member does not exist, and has to be implemented from scratch. The class member is no longer used and is discarded.
Through this process, the orthogonal architecture is adapted step-by-step to the new set of requirements.
DOMAIN OF INTERACTIVE SOFTWARE TOOLS
The specific architecture which we describe in this paper is EDG (the Environment for Decomposition and Generaliza-' fion-pronounced "edge"). EDG supports the OODG methodology of design [13] , and its threads and commands are listed in Appendix A. Our goal was not to show that the architecture of EDG is the best possible, but that it possesses the attributes of understandability, adaptability, and reusability as required in the process of evolution. EDG has six layers and six threads, see Fig. 2 . It approximates the ideal orthogonal architecture; there are several deviations and irregularities which are caused by variability in the structure of threads, and also the need to share some classes between threads. In layer 1, function "main" controls the program. Layer 2 implements the menu interface, and supports selection of the commands by the user. "Save As," the user is asked to enter a file name. Then if the file name is valid, the file is saved. The actual functionality of the commands was defined at layer 4. Some of the classes which were defined at this layer include: a class to draw graphs on canvas, a class which scans C++ source code and extracts dependencies between objects, etc. Finally, most commands in EDG need the services of a database. The fifth and sixth layers perform these services. Layer 5 encapsulates the specific data model and database interface, while layer 6 is the database itself. They are both custom made specifically for EDG. The database is resident in the main memory and is stored on the disk in a flat file. Efficiency was not a concern, and hence relatively simple data representations and search algorithms were employed.
The threads of EDG are:
Project, which supports commands that operate on entire projects and its files. Graph, which supports graph display and editing. Views, which selects information to be presented in a window.
Browser, which supports navigation through the database.
Analyzer, which extracts architectural information from programs.
Run, which interfaces EDG with other tools (compilers, debuggers, make).
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The process we employed in our case study consisted of two phases: Reverse engineering where we created EDG from earlier projects, and then forward engineering where we adapted EDG to a new set of requirements.
REVERSE ENGINEERING: CREATING EDG
EDG was created from earlier projects, which had parts of EDG but did not possess the orthogonal architecture described above. Reverse engineering was applied to code written partially in C and partially in C++. The effort involved domain analysis, which was done for the whole domain of visual interactive tools. In domain analysis, we followed a similar process to the one described in [3], and created a list of main objects and commands in the domain of visual interactive tools.
That was followed by a domain design, where the threads, layers, and individual classes of EDG were defined. The orthogonal architecture proved to be a key concept in this phase, and it provided clear guidelines for the individual design decisions. Finally the existing code was analyzed and reengineered into the new code, fitting the EDG architecture. The classes of the new code fall into the following categories: Classes transferred from the previous projects with modifications and classes written from scratch. There were no classes which could be reused from the previous project without any change.
Of the 11,558 lines of the code of EDG, a total of 4,360 belongs to the classes written from the scratch. These classes belong mostly to top and bottom layers, where the impact of the new architecture was most felt. The rest belong to the classes that were modified to a larger or lesser degree. As far as the effort is concerned, the effort to reengineer old code into EDG was approximately 40% of the estimated effort it would take to implement EDG from scratch. For more detailed numbers, see [15].
EVOLUTION: FROM EDG TO EDFD
The adaptability of the orthogonal architecture of EDG was tested in the next phase where it was evolved into a different visual interactive tool, Environment for Data Flow Diagrams (EDFD), which partially supports the methodology described in [14] . Appendices A and B contain the list of commands for both EDG and EDFD, and are indicative of the extent of the change done in this process.
In the first step, we mapped the set of new requirements on the pre-existing threads. For example, the command "Hide Object" is mapped on the thread "graph." After all requirements for the new system are assigned to threads, all unnecessary threads are removed from the system. In our case EDFD required three threads: the Data-Flow Editor, the Data Dictionary Editor, and the Defining Functions Editor. The Data-Flow Editor was mapped on the Graph Editor thread of EDG, while both remaining threads were mapped on the Project thread of EDG. Hence the Project thread is modified in two different ways: once to serve as Data Dictionary thread, and a second time as Defining Functions thread. The rest of the threads of EDG were no longer needed, and therefore were discarded.
The next step consists of the modification of the classes in the threads. The process was top-down, first dealing with the top classes of the thread, then with the classes used by them, etc. When modifying a class, we mapped the new specifications of the class on the old one. For "Add an Object," we identified the set of class members in "graph associated with that command. Three different scenarios have occurred:
1) The class member can be reused "as is." No changes
2) The class member needs to be adjusted to conform to
3) The class member does not exist, and has to be imThe whole architecture was systematically scanned through this process, and adapted for the new set of requirements. The bulk of the changes-not surprisinglyappeared in layer 4, where the functionality of the system resides. The following statistics on the extent of modifications were gathered: were required. a new set of requirements.
plemented from scratch.
The total size of EDFD is 4,606 lines. The total effort of the reuse represents 37% of the estimated effort to build the system from scratch. For more detailed numbers, see [15] . 6 
CONCLUSIONS
We found that building the "perfect architecture" is a step by step process, very similar to exploratory programming. As we coped with the new requirements of EDFD, we were able to perfect the existing architecture of EDG and improve its classes, thus making the architecture more universal and adaptable. In hindsight, we would be able to improve the EDG architecture even further, making it more orthogonal by removing some of the irregularities, simplifying some commands, and merging the threads of "browser" and "views."
We developed a process of three steps to adapt the architecture to a new set of requirements. The process is domain independent. We conjecture that the orthogonal architecture and corresponding methodology for adaptation can be developed for domains other than visual interactive tools. We conjecture that it is applicable to many small and medium sized interactive repository systems, i.e., the systems which react to user's commands and the commands maPnly update or query a data repository.
In our case study, we found encouraging productivity figures. In order to reengineer a general architecture into an orthogonal one, we spent approximately 40% of the time compared to implementation from the scratch. In order to adapt this architecture to a new set of requirements, we spent approximately 37% of the time compared to building the system from the scratch. We find these preliminary figures to be very encouraging.
APPENDIX A -EDG REQUIREMENTS
EDG is an experimental software tool for the development of C++ programs. It supports the Object-Oriented Decomposition and Generalization methodology [13] . C++ programs can be displayed and edited in two forms: class diagrams and code. Six threads of EDG are described below:
A.l The Project Manager
The project manager thread implements the commands which operate on entire projects. The commands are:
Open: Add File: Remove File: Save: Saves current project. Save As: Quit:
Opens an existing project or starts a new project. Adds a new file to the project. Removes a file from the project.
Saves current project under a new name. Stops EDG, returns to the operating system.
A.2 The Graph Editor
Graph commands change a program under development, represented as a graph. The commands are: New: Add Delete: Rename: Select:
Changes the active object. Color:
Changes colors of objects.
Starts a new graph editor window and initializes the graph database. Adds objects to the graph database. Removes objects from the database. Changes the name of an object.
Hide:
Removes an object and associated dependencies from a graph. These objects are not displayed but are kept in the database. Changes object positions in a displayed graph. Reads the information from a file which contains the description of a graph and displays it. Writes the graph description into a file.
Move: Load Graph
Save Graph
A.3 The View Manager
The view manager controls the presentation of the informa- Reads and displays the information from a file which contains the description of a graph. Writes the graph description in a named file. Displays a named file in a text window Starts text editor for a selected file. Sends a file to the printer.
A.4 The Code Analyzer
This thread extracts dependencies of C++ programs. The analyzer uses a parser to scan C++ code files and identify C++ code components and their dependencies. The thread supports the following commands:
Creates a new instance of database. Activate the parser, and populate the analyzer database.
A.5 The Browser
The browser provides information about the set of classes and files comprising the system and dependencies among them. The user may "browse" through the system based on dependencies among classes, files, and identifiers. Creates a new instance of the browser and initialize the browser database. Changes the current "active class." Displays information about the "active class," including all dependencies. The declaration of the active class is displayed The definition of the active class is displayed. This operation is used to give a summary of information about an identifier. Identifiers may be classes or class members.
A.6 The Run Project
The run project contains the set of commands used to interface EDG with other tools (e.g., compilers, debuggers, and code generators). The commands are:
Generate:
Generates C++ code skeletons for classes. Make:
Generates a Makefile for an entire project based on project descriptions. Compile:
Executes the make file. Execute:
Executes the object code for the project. Debug:
Invokes a symbolic debugger-dbx.
B.l The Data Flow Diagram Editor
Data flow diagrams depict a system from the data point of view. using data flow diagrams, the analyst is able to show how data flows in a system, how data is transformed by the system, and where to store data in the system. The data flow editor supports the following commands: Starts a new graph editor window and initializes the data flow diagram database. Adds objects to the graph database.
Removes objects from the database.
Changes the name of an object.
Changes the active object. Changes colors of objects in a specific data flow diagram.
Removes an object and its associations from the data flow diagram. These objects are not displayed, but are kept in the database. Changes object position in the display.
Reads the information from a file which contains the description of a data flow diagram, and displays it. Writes the data flow diagram description into a file.
The Data Dictionary Editor
The data dictionary defines the meaning of each data flow element. To support this activity we provide the following commands:
New: Starts a new dictionary. Add Entry:
DeleteEntry:
Inserts a new object in the data dictionary database.
Removes an existing object from the data dictionary database.
Loads a specified data dictionary into main storage Displays the data dictionary in a text window. Stores an existing data dictionary in a file for future retrieval.
B.3 The Functions Editor
The functions from data flow diagrams are described by a text, which may be structured English, pseudocode, or other textual information. The following commands are supported:
[8]
July 
