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Abstract—Well-designed and publicly available datasets of
bugs are an invaluable asset to advance research fields such
as fault localization and program repair as they allow directly
and fairly comparison between competing techniques and also
the replication of experiments. These datasets need to be deeply
understood by researchers: the answer for questions like “which
bugs can my technique handle?” and “for which bugs is my
technique effective?” depends on the comprehension of properties
related to bugs and their patches. However, such properties
are usually not included in the datasets, and there is still no
widely adopted methodology for characterizing bugs and patches.
In this work, we deeply study 395 patches of the Defects4J
dataset. Quantitative properties (patch size and spreading) were
automatically extracted, whereas qualitative ones (repair actions
and patterns) were manually extracted using a thematic analysis-
based approach. We found that 1) the median size of Defects4J
patches is four lines, and almost 30% of the patches contain
only addition of lines; 2) 92% of the patches change only one
file, and 38% has no spreading at all; 3) the top-3 most applied
repair actions are addition of method calls, conditionals, and
assignments, occurring in 77% of the patches; and 4) nine repair
patterns were found for 95% of the patches, where the most
prevalent, appearing in 43% of the patches, is on conditional
blocks. These results are useful for researchers to perform
advanced analysis on their techniques’ results based on Defects4J.
Moreover, our set of properties can be used to characterize and
compare different bug datasets.
I. INTRODUCTION
Bug fixing is a hard and time-consuming task as it involves
debugging, i.e., the process of identifying and correcting the
root cause of a failure [1]. In the last decades, research aiming
to automate tasks such as fault localization [2], [3], [4] and
program repair [5], [6], [7], [8], [9], [10], [11] emerged to
support developers at fixing bugs. To evaluate the effectiveness
of the proposed techniques, researchers either create their
own datasets and define ad-hoc baselines or rely on publicly
available datasets of bugs (e.g. [12], [13], [14], [15], [16]. The
latter is essential to advance those research fields as publicly
available datasets allow directly and fairly comparison between
competing techniques and also the replication of experiments.
Researchers in fault localization and program repair fields
need detailed information on the datasets they use: 1) to only
select bugs that have the required properties according to the
technique under consideration (sampling and inclusion crite-
ria), and 2) to perform advanced analysis of the performance of
the newly proposed techniques depending on certain properties
of the bugs or patches (correlation analysis).
We focus on the analysis of Defects4J [14], a dataset
containing 395 real bugs collected from six open-source Java
projects. Although extensively used in recent research on fault
localization [17], [18], [19] and program repair [20], [21], [8],
Defects4J does not come with fine-grained information about
bugs and their patches. We contribute to Defects4J with the
extraction and study of both quantitative (e.g. metrics) and
qualitative properties (e.g. patterns) regarding patches. This
new data is very valuable to 1) interpret past published results
based on Defects4J under the light of the extracted properties;
2) provide and guide future research using Defects4J with fine-
grained information; 3) understand the representativeness of
different kinds of patches in Defects4J to suggest improved
versions or new datasets; and 4) compare existing or future
datasets of bugs with Defects4J.
We answer to four research questions based on the quanti-
tative and qualitative properties:
RQ #1: Patch size by number of added, removed and modified
lines;
RQ #2: Patch spreading by number of lines between chunks
and by number of modified files, classes and methods;
RQ #3: Prevalence of repair actions over code elements (e.g.
method call addition);
RQ #4: Prevalence of repair patterns (e.g. wraps-with if).
This study has important implications for future research
on program repair, in particular: there is a need for techniques
that leverage patches only containing addition of code; there
is a research avenue for repair algorithms that are specific to
repair patterns.
To sum up, our contributions are:
• The anatomy of the patches in Defects4J containing an
extensive set of patch properties, consolidated into a
JSON file1 and augmented with a web user-interface to
facilitate exploration2;
• A bug dataset dissection methodology to extract valuable
quantitative and qualitative properties regarding patches
from bug datasets. The methodology is based on diff
and advanced patch analysis and combines automated and
manual thematic analysis;
• A taxonomy of repair actions and patterns, resulted from
manual analysis of patches according our methodology.
1https://github.com/program-repair/defects4j-dissection
2http://program-repair.org/defects4j-dissection/
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The remainder of this paper is organized as follows. Sec-
tion II presents our methodology, including research questions
and data collection. Section III presents the answers to the re-
search questions with results and analysis. Section IV presents
lessons learned and Section V discuss threats to validity.
Section VI presents the related work, and Section VII presents
the conclusions.
II. METHODOLOGY
In order to characterize and understand patches in Defects4J,
we defined the following research questions.
RQ #1: What is the size distribution of Defects4J patches?
Patch size can help to quantify the complexity and difficulty
to fix a bug. Small patches have a great potential for repair au-
tomation and, in fact, many techniques for automatic program
repair works well when this kind of patch is required. The
size of human-written patches to fix bugs of a dataset is an
important property to know on which bugs a given technique
may succeed or not.
RQ #2: To what extent are Defects4J patches spread in source
code? Bug fixing ranges from a single line to multiple lines,
and it can be sequential or spread over methods, classes and
files. We consider three types of spreading: number of chunks,
spreading of chunks and number of modified files, classes
and methods. Similar to patch size, patch spreading gives
insights on how well a given technique can handle bugs in
a dataset used to evaluate such technique. Some past bug
datasets, especially those artificially generated, contain many
single line bugs (e.g. Siemens suite [22], available in SIR
[12]) and support studies from past to fewer years ago such as
[23]. There is no guarantee that techniques effective on those
bugs are also effective on multi-line spread bugs. Therefore,
information about this diversity is essential to sustain any
claim based on a specific bug dataset.
RQ #3: What is the composition of Defects4J patches in terms
of repair actions (i.e. addition, removal and modification) over
code elements (e.g. conditional and method call)? Actions
required on code elements to produce a patch can be simple
as a single change of a relational operator, or complex as the
addition, removal, and modification of several lines of code,
on different code elements, in multiple points in the source
code. To proceed with a bug fixing, it is important to know
whether a given technique can handle just simple cases as
the former or whether such technique is elaborated enough
to handle the latter case. Exposing this information from a
bug dataset highlights gaps and improvement opportunities,
and also avoids misjudgements on a technique being able to
handle any type of bug.
RQ #4: What repair patterns can be found in Defects4J
using a manual thematic analysis [24]? Many patches share
some common structures [25]. We are interested in identifying
abstractions occurring recurrently in patches that can involve
compositions of repair actions. These abstractions shared by
groups of patches are called in this paper as repair patterns.
Knowledge on what repair patterns are present in a dataset can
help to develop techniques capable to handle certain types of
bugs, for instance by extracting templates for code synthesis.
A. Subject Dataset: Defects4J
Defects4J [14] is a dataset containing 395 real bugs (ver-
sion 1.1), built to support software testing research. Bugs in
Defects4J were collected from six open-source Java projects:
JFreeChart (26 bugs), Closure Compiler (133 bugs), Apache
Commons Lang (65 bugs), Apache Commons Math (106
bugs), Mockito Testing Framework (38 bugs) and Joda Time
(27 bugs). For each bug, Defects4J delivers the buggy program
version and its associated fixed version. Moreover, Defects4J
bugs are 1) related to source code (i.e. fixes within the build
system, configuration files, documentation, or tests are not
included), 2) reproducible (each bug contains at least one test
that exposes the bug), and 3) isolated (patches do not include
unrelated changes to the bugs such as features or refactorings).
In this paper, to refer to Defects4J patches, we use a simple
notation with project name followed by bug id, for instance
Closure-12 and Math-3.
B. Data Collection
For each bug, we first produced a diff view between the
buggy program version and its associated fixed version. We
used these views as source for data extraction and analysis,
and they are available through hyper-links when patches are
cited in this paper. Data collection procedures to answer each
research question are described below.
1) Patch Size: We produced scripts to compute how many
source code lines were added, removed or modified by a patch,
based on the diff views. Addition and removal of lines vary be-
tween 1) consecutive lines (Chart-3) and sparsed lines (Chart-
2), and 2) full statements (Closure-80), partial statements
(i.e. closing brackets as in Chart-26) and line continuation
(Closure-59). Lines are considered modified when sequences
of removed lines are straight followed by added lines (or vice-
versa). Thus, to count each modified line, a pair of added and
removed lines is needed. Listing 1 shows an example of patch
with one modified line (line 635), two non-paired removed
lines (the old 636 and 639 lines), and none non-paired added
line. By summing these lines, we have the metric patch size
in number of lines, which in the example is 3 lines.
2) Patch Spreading: We calculated five metrics of patch
spreading also through scripting. The first metric is number
of chunks in a patch. A chunk is a sequence of continuous
changes in a file, consisting of the combination of addition,
removal, and modification of lines. A patch can be composed
of one or more chunks, and this information can give us
insights on how a patch is spread through the source code:
a patch with a single chunk has no spreading, and the more
chunks, the more the patch is spread. Listing 1 has two chunks:
the first one is composed of the lines 635 and 636, and the
second one is composed of the old line 639. The second
metric is spreading of chunks in a patch. To measure chunk
spreading, we consider the number of lines interleaving chunks
in a patch. In a patch with only one chunk, this value is
naturally zero, because it represents a continuous sequence of
changes. In a patch with two chunks, at least one line separates
the chunks. For more chunks, naturally, this value tends to
increase. An exception is for patches involving more than one
file. For this case, we sum the spreading of chunks of all files
to get the final spreading of the patch. For example, a patch
with two modified files has zero spreading if the patch has just
two chunks, one in each file. In Listing 1, between the old line
636 (end of the first chunk) and the old line 639 (beginning of
the second chunk) there is only two lines, which is the value
of the metric spreading of chunks in this case. It is worth
to mention that empty and comment lines were discarded for
chunk spreading calculations. These lines have no influence
on program behavior, and considering them would make more
sense for code readability, for example. The remaining metrics
for patch spreading are number of modified files, classes and
methods. We consider only source code files.
635 − JsName name = getName ( ns . name , f a l s e ) ;
635 + JsName name = getName ( ns . name , t r u e ) ;
636 − i f ( name != n u l l ) {
637 636 r e f N o d e s . add ( new C l a s s D e f i n i n g F u n c t i o n N o d e (
638 637 name , n , p a r e n t , p a r e n t . g e t P a r e n t ( ) ) ) ;
639 − }
Listing 1. Patch for bug Closure-40.
3) Repair Actions: Diff views were reviewed manually,
aiming to characterize their composition in terms of repair
actions over code elements. Repair actions are the basic
building blocks for patches. For example, Listing 1 has the
actions “modification” of “method call parameter value” (line
635) and “removal” of “conditional (if) branch” (old lines
636 and 639). Repair actions provide fine-grained information
beyond simple counting of addition, removal and modification
of lines. An initial list was produced based on several potential
repair actions. This list was augmented with other actions
found during subsequent manual analysis of the patches. For
each new repair action found, patches were reviewed to update
the annotations on them. Repair actions without occurrences
in Defects4J were discarded.
4) Repair Patterns: With knowledge about the content of
patches acquired in repair action analysis, it was observed a
recurrence of more abstract structures in patches, resembling
patterns. For example, the modified line 635 of Listing 1 illus-
trates the repair pattern “Constant Change”, while the removed
lines 636 and 639 illustrate the repair pattern ”Unwraps-from
if” (both discussed in Section III-D). To confirm the exis-
tence of these repair patterns, a process based on Thematic
Analysis (TA) was conducted. Originally, TA is “a method
for identifying, analyzing, and reporting patterns (themes)
within data” [24]. TA is a manual analysis that involves six
steps: 1) familiarizing with the data (done with many reading
and re-reading of patches to understand its composition);
2) identifying initial codes (in our context, a “code” is a
single repair action); 3) searching for themes (combinations of
repair actions re-appearing over many patches were identified,
counted and named as repair patterns); 4) reviewing themes
(at first glance some found themes appear to be relevant but
after passing all patches it was not sustained, other themes
were merged because they were similar, some themes were
hierarchically organized and some were discarded); 5) defining
and naming themes (although many themes were named at
early steps, some of them were reviewed and renamed to better
reflect their meaning, and criteria to recognize each instance
were defined and exposed in Section III-D); 6) producing the
report (this paper and complementary online material reflect
this step, compiling the main results of this analysis).
For both repair actions and patterns, two main activities
were performed: 1) the identification of existing repair actions
and patterns in the patches, which resulted in a taxonomy
of repair actions and repair patterns, and 2) the annotation
of the patches in Defects4J using such taxonomy. These two
activities were performed manually by the first author of this
paper. Then, two other authors validated all the annotated
patches by reviewing which repair actions and patterns from
the taxonomy a given patch contains, and some adjustments
were done.
C. Data Availability
All the data collected on Defects4J with this methodology
is consolidated into a JSON file, which is publicly available in
an open-science repository3. We also have created a web user-
interface to present that data for researchers to easily browse,
filter, and understand the patches of Defects4J:
http://program-repair.org/defects4j-dissection/
The web user-interface is augmented with runtime informa-
tion on the Defects4J bugs, which consists of the exceptions
threw when running (failing) tests on the buggy program
versions, and repair tools that have fixed Defects4J bugs.
III. RESULTS AND ANALYSIS
In this section, we present the results and the answers to
our four research questions.
A. Size of the Defects4J Patches (RQ #1)
Patch size results are presented as follows: we first show
the repartition and intersection of patches among three sets,
i.e. added, removed and modified lines; then the results for
each of these sets; and finally the total size of the patches.
1) Repartition and Intersection of Patches: Figure 1
presents the Venn diagram on the intersections among the three
types of changes on lines (addition, removal and modification),
where each number is the number of patches that contain
added, removed and/or modified lines. For example, there are
107 patches containing only modified lines, and there are 106
patches containing both added and modified lines. We note
three interesting facts. First, 118 out of 395 patches (29.87%)
contain only added code. This contradicts a common intuition
that patches contain mainly code modification. Second, nine
patches fix bugs only by removing code, which illustrates that
the correct behavior for few cases is already present in the
program. Third, 234 patches (59.24%) are exclusive for one
of the three types of changes on lines.
3https://github.com/program-repair/defects4j-dissection
Fig. 1. Venn diagram of patches that contain added, removed and/or modified
lines.
2) Added Lines: Addition of lines ranges from 0 to 48 lines
as shown in Table I. 25% of the patches have no added line,
and at most two lines are added in half of the patches. 95%
of the patches have added lines ranging from 0 to 19. Beyond
19 lines, the additions occur in outlier patches.
3) Removed Lines: Numbers on removed lines dropped
down considerably when compared with added lines (see the
two first lines in Table I). For 95% of the patches, no more
than six lines are removed.
4) Modified Lines: As shown in Table I, 25% of the patches
have no modified line, half of the patches have at most one
modified line, and 95% of the patches have at most four
modified lines.
5) Patch Size: The total size of a patch is the sum of added,
removed and modified lines in the patch. As shown in Table I,
a patch involves at least one line and at most 54 lines. For 25%
of the patches, at most two lines are involved. To cover 95%
of the patches, at most 22 lines should be considered.
RQ #1: What is the size distribution of Defects4J
patches?
Findings: The median size of Defects4J patches is four
lines. Addition of lines predominates over removal and
modification. In Defects4J, large patches are rare: only 5%
of the patches involve more than 22 lines, and the maximum
is 54 lines.
Implications: Current repair techniques are only capable of
creating small patches. Our results show that Defects4J is
an appropriate dataset for program repair because it mostly
contains small patches. This confirms the results of [20].
Since around 30% of the patches contain only code addition,
research on repair systems should leverage this assumption
and define addition-based patches as an important repair
search space.
B. Spreading of the Defects4J Patches (RQ #2)
In this section, we analyze the spreading of the patches by
the number of 1) chunks, 2) lines between chunks, 3) modified
files, 4) modified classes, and 5) modified methods.
1) Number of Chunks: In Defects4J, the patches contain
between one and 20 chunks (see Table I). Half of the patches
contain two or less chunks, and 95% of the patches contain at
most eight chunks.
2) Spreading of Chunks: 25% of the patches in Defects4J
have no spreading of chunks. Half of the patches have a
spreading of no more than one line. To cover 95% of the
patches, it is enough to consider spreading of 214 lines (see
Table I). Considering that 95% of the patches have maximum
TABLE I
DESCRIPTIVE STATISTICS FOR PATCH SIZE AND SPREADING.
Min 25% 50% 75% 90% 95% Max
# Added lines 0 0 2 6 12 19 48
# Removed lines 0 0 0 0 2 6 24
# Modified lines 0 0 1 2 3 4 27
Patch size 1 2 4 9 18 22 54
# Chunks 1 1 2 3 5 8 20
Spreading 0 0 1 18.5 88.2 213.5 1,332
# Files 1 1 1 1 1 2 7
# Classes 1 1 1 1 1 2 7
# Methods 0 1 1 2 2 3 20
size of 22 lines and maximum spreading of 214 lines, it is
reasonable to state that 95% of the patches in Defects4J are
bounded to blocks of 236 lines overall.
3) Modified Files: 92.41% of the patches modify only one
file, and 7.09% of the patches modify two files. Therefore, for
Defects4J bugs, techniques need to access at most 2 files to
deal with 99.5% of the bugs, and if optimized to work with
one file, they still cover more than 90% of the bugs. Just in
exceptional cases, patches modify more than two files, which
is the case of Mockito-19 (five files) and Math-6 (seven files).
4) Modified Classes: We observed the number of modified
classes is highly related to the number of modified files in a
patch (see Table I). Only eight patches modify more classes
than files.
5) Modified Methods: We observed two interesting facts
when analyzing the number of modified methods in the
patches. First, there are two patches that do not modify
methods, they only change class and field declaration. Second,
27% of the patches (107) change more than one method, and
47% of these patches are related to the patterns Copy/Paste
and Missing Null-Check (see Section III-D).
RQ #2: To what extent are Defects4J patches spread in
source code?
Findings: 151 patches (38.23%) are composed of a single
continuous chunk. In terms of chunk spreading, 207 patches
(52.41%) have only one code line separating the chunks.
Only two patches affect more than two files.
Implications: The majority of program repair techniques
perform single-point repair by modifying a single location in
the code (e.g. GenProg [5], Nopol [9], Astor [8], Elixir [26],
ssFix [27], HDRepair [21], PAR [6]). This corresponds well
to the 151 single-chunk human-written patches in Defects4J.
However, the remaining 244 multi-chunk patches show that
there is a need for multi-point program repair, such as
Angelix [7]. As only two patches affect more than two
files, single-file fault localization is appropriate for program
repair techniques targeting bugs similar to those contained
in Defects4J.
C. Repair Actions in the Defects4J Patches (RQ #3)
In this section, we present the repair actions over code
elements found in the Defects4J patches.
1) Assignment: we consider assignment statements con-
taining the simple assignment operator (=), unary increment
(x++)/decrement (x--) operators and assignments compound
of arithmetic operators (e.g. x+=1). Repair actions related to
assignments are:
• Assignment Addition: an assignment to a variable is con-
sidered added when it appears in the lines added by the
patch and there is no assignment involving such variable
in the removed lines. Line 2401 of Closure-133 shows an
assignment addition for the variable unreadToken;
• Assignment Removal: an assignment to a variable is con-
sidered removed when it appears in the lines removed by
the patch and there is no assignment involving such variable
in the added lines. Line 145 of Chart-12 shows the removal
of the assignment for the variable this.dataset;
• Assignment Modification: an assignment to a variable is
considered modified in a patch when its expression changed,
i.e., when it appears in the removed and added lines. In
Time-7, the value assigned to the variable defaultYear
changed.
2) Conditional: constructions considered regarding condi-
tional branches are simple if, if-else (including com-
pact form cond?a:b, i.e. if-else-expression), simple
else and case in switch structure. The basic repair
actions regarding conditionals are:
• Conditional Branch Addition: Mockito-8 has an addition of
a simple if in line 79;
• Conditional Branch Removal: Closure-11 has an else-if
branch removal in lines 1314 and 1315.
Moreover, the conditional expression can be modified,
which can happen in three ways:
• Conditional Expression Modification: Chart-1 shows an
example of a simple change in the conditional expression
composition in line 1797;
• Conditional Expression Expansion: Closure-99 shows an
expansion of a conditional expression composition in line
92;
• Conditional Expression Reduction: Chart-5 shows a reduc-
tion of a conditional expression composition in line 552.
3) Loop: we considerer the loop constructions for,
while and do-while. Changes related to these are:
• Loop Addition: addition of a new loop (Closure-129);
• Loop Removal: removal of an existing loop (Math-56);
• Loop Modification: modification of conditional test (Lang-
19, line 1050 to 1054) or initialization variables (Math-41,
line 520).
4) Method Call: changes related to method calls are present
in the majority of the patches. These changes manifest in the
following forms:
• Method Call Addition: call addition (Chart-5, line 545) or
parameter addition, i.e., the call is replaced by overloaded
version with more parameters (Closure-3, line 155);
• Method Call Removal: call removal (Lang-40, line 1048) or
parameter removal, i.e., the call is replaced by overloaded
version with less parameters (Math-66, line 62);
• Method Call Modification: method call replacement
(Closure-4, lines 190 and 202), method call moving
(Closure-102, lines 89 and 94), parameter value modifi-
cation (Lang-59, line 884), or parameter value swapping
(Time-4, line 464).
5) Method Definition: changes related to method defini-
tions and signatures can be observed by:
• Method Definition Addition: complete method definition
addition (Closure-8, line 209 to 211) or parameter addition
(Closure-3, line 280);
• Method Definition Removal: complete method definition re-
moval (Closure-46, lines 140 to 155) or parameter removal
(Math-66, lines 94 and 95);
• Method Definition Modification: method renaming
(Mockito-21, line 20), changes in parameter types (Lang-
30, 1443 and 1497), return type (Lang-29) and modifier
(Mockito-21, line 20), and changes related to addition and
removal of overriding method (Closure-28).
6) Object Instantiation: the instantiation of objects is ob-
served by the keyword new, and the changes related to it are:
• Object Instantiation Addition: Mockito-36 shows an instan-
tiation addition in line 204;
• Object Instantiation Removal: Math-58 shows an instantia-
tion removal in line 121;
• Object Instantiation Modification: Math-6 shows an instan-
tiation modification in line 51.
7) Exception: repair actions related to exception handling
and throwing are:
• Exception Addition: addition of try-catch block
(Closure-83) or throw statement (Time-15, line 139);
• Exception Removal: removal of try-catch block (Math-
60) or throw statement (Mockito-1).
8) Return: repair actions related to return statements are:
• Return Addition: Some patches add a return statement
wrapped with an if condition, making them new exit points
in the program control flow. Lang-49 illustrates this case;
• Return Removal: The opposite of the previous case also
happens. Closure-11 shows the removal of a return state-
ment wrapped with an if condition in line 1315;
• Return Expression Modification: Changes in return expres-
sion is also common in patches of Defects4J. Math-105
shows an example in line 264.
9) Variable: repair actions related to variable declaration
and usage are:
• Variable Addition: addition of a new variable declaration
(Lang-40, lines 1048 and 1049);
• Variable Removal: removal of an existing variable declara-
tion (Math-56, line 237);
• Variable Modification: modification of the variable type
(Chart-17, line 857), or modifier (Mockito-23, lines 44 and
45), or replacement of the usage of a variable by another
one (e.g., Lang-59, line 884) or by a method call (Math-34,
line 209), preserving the context where it is applied.
10) Type: patches including changes in types are:
• Type Addition: addition of type (Mockito-23, line 136);
• Type Modification: implementation of interface (Math-12).
TABLE II
REPAIR ACTIONS ACRONYMS AND GROUPING NAMES.
Acronym Action Group
asgn A/R/M Assignment
cnd A/R/M Conditional
lp A/R/M Loop
mc A/R/M Method Call
md A/R/M Method Definition
obj A/R/M Object Instantiation
ex A/R Exception
ret A/R/M Return
var A/R/M Variable
ty A/M Type
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Fig. 2. Incidence of the repair actions in patches.
Figure 2 shows the ranking of the repair actions over code
elements (vertical axis) concerning the number of patches (hor-
izontal axis) where they occur. We grouped repair actions that
belong to the same group (e.g. method call and method call
parameter addition belong to the group Method Call Addition)
to avoid a too fragmented graph. We also contracted repair
action group names to reduce visual pollution. Table II shows,
for each group (e.g. Method Call), its acronyms (e.g. mc) and
suffix letters of the existing action types for it (A=Addition,
R=Removal and M=Modification), which combined form the
contracted name of a repair action group (e.g. “mcA” repre-
sents Method Call Addition). To make easier to understand
the graph, green bars represent addition, red bars represent
removal, and yellow bars represent modification actions.
Method Call Addition is the most prevalent repair action
in the patches (243 patches), followed by Conditional Branch
Addition (206 patches) and Assignment Addition (136 patches).
Together and discounting co-occurrences, these three repair
actions cover 77.21% of the patches. In all cases, adding
structures surpass removing or modifying existing ones.
Figure 3 presents the distribution of number of actions per
patches. The median (highlighted in red) shows that 50% of the
0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19
# Repair Actions
Fig. 3. Distribution of number of repair actions per patches.
patches have no more than three types of repair actions. Some
outlier patches were found, containing 10-15 repair actions
and a maximum of 19 repair actions.
RQ #3: What is the composition of Defects4J patches in
terms of repair actions over code elements?
Findings: Addition of method calls, conditionals and as-
signments are the top-3 applied actions by patches appearing
in 305 patches (77.21%). The additions surpass removals
and modifications, which confirms the findings in the RQ
#1 at line level.
Implications: Program repair research has mostly focused
on conditional statements and assignments [9], [28], [29].
However, handling method calls with rich side-effects has
been rather neglected. To our knowledge, only generate-and-
validate techniques a` la GenProg are capable of synthesiz-
ing such patches. Assuming Defects4J well represents the
distribution of real patches, this calls for more research on
repair strategies handling method calls.
D. Repair Patterns in the Defects4J Patches (RQ #4)
We found nine repair patterns from the patches in Defects4J,
which are presented in this section in descending order of
prevalence. Examples for these patterns are shown in Figure 4.
1) Conditional Block: As shown by the most frequent
repair actions in the previous section, the majority of Defects4J
bugs require more addition than removing or just changing an
existing code. This leads us to the first type of repair pattern,
which seems to fill a gap for missing conditional blocks.
Following variants of this repair pattern can be found:
• Conditional Block Addition: involves the addition of a new
conditional block (e.g. if-then) in the program (Lang-45,
lines 616 to 618);
• Conditional Block Addition with Return Statement: in-
volves the addition of a conditional block that also includes
a return statement (Closure-5, lines 176 to 178);
• Conditional Block Addition with Exception Throwing: in-
volves the addition of a conditional block that also throws
an exception (Math-48, lines 189 to 191).
There are also patches where conditional blocks are re-
moved as in Math-50.
2) Expression Fix: This repair pattern occurs in patches
with actions impacting existing logic or arithmetic expressions.
Logic Expression Fix mainly occurs in conditional expres-
sion (in branches and loops), while Conditional Block and
Wraps-with patterns also impact the code in branch body.
Moreover, Logic Expression Fix also occurs in return expres-
sions and expressions of assignments to boolean variables, and
it has the following variants:
• Modification: occurs when an existing logic expression is
modified, as in Chart-1, where the logic operator in the
conditional expression was changed;
• Expansion: occurs when an existing logic expression is
preserved and extra logic is added, as in Mockito-34;
• Reduction: occurs when an existing logic expression has a
part of the logic removed, as in Closure-18.
/ / C o n d i t i o n a l Block A d d i t i o n ( Lang−45)
616 + i f ( lower > s t r . l e n g t h ( ) ) {
617 + lower = s t r . l e n g t h ( ) ;
618 + }
/ / C o n d i t i o n a l Block A d d i t i o n wi th R e tu rn S t a t e m e n t ( C losu re−5)
176 + i f ( gramps . i s D e l P r o p ( ) ) {
177 + r e t u r n f a l s e ;
178 + }
Pattern 1 – Conditional Block.
/ / Logic E x p r e s s i o n M o d i f i c a t i o n ( Char t−1)
1797 − i f ( d a t a s e t != n u l l ) {
1797 + i f ( d a t a s e t == n u l l ) {
/ / Logic E x p r e s s i o n Expans ion ( Mockito−34)
106 − i f (m i n s t a n c e o f Cap tu re sArgumen t s ) {
106 + i f (m i n s t a n c e o f Cap tu re sArgumen t s && i . ge tArguments ( ) . l e n g t h > k ) {
/ / A r i t h m e t i c E x p r e s s i o n M o d i f i c a t i o n ( Math−80)
1135 − i n t j = 4 ∗ n − 1 ;
1135 + i n t j = 4 ∗ ( n − 1) ;
Pattern 2 – Expression Fix.
/ / Wraps−wi th i f ( Time−3)
662 + i f ( y e a r s != 0) {
663 s e t M i l l i s ( g e t C h r o n o l o g y ( ) . y e a r s ( ) . add ( g e t M i l l i s ( ) , y e a r s ) ) ;
664 + }
/ / Wraps−wi th i f−e l s e−exp ( Mockito−29)
29 − d e s c r i p t i o n . appendText ( wanted . t o S t r i n g ( ) ) ;
29 + d e s c r i p t i o n . appendText ( wanted == n u l l ? ” n u l l ” : wanted . t o S t r i n g ( ) ) ;
/ / Unwraps−from method c a l l ( C losu re−9)
183 − S t r i n g moduleName = guessCJSModuleName ( normal izeSourceName ( s c r i p t .
ge tS ou r ce F i l eN ame ( ) ) ) ;
184 + S t r i n g moduleName = guessCJSModuleName ( s c r i p t . ge tSo u r ceF i l eNa me ( ) ) ;
Pattern 3 – Wraps-with.
/ / S i n g l e Line ( Mockito−34)
106 − i f (m i n s t a n c e o f Cap tu re sArgumen t s ) {
106 + i f (m i n s t a n c e o f Cap tu re sArgumen t s && i . ge tArguments ( ) . l e n g t h > k ) {
Pattern 4 – Single Line.
/ / Wrong V a r i a b l e R e f e r e n c e ( Char t−11)
275 − P a t h I t e r a t o r i t e r a t o r 2 = p1 . g e t P a t h I t e r a t o r ( n u l l ) ;
275 + P a t h I t e r a t o r i t e r a t o r 2 = p2 . g e t P a t h I t e r a t o r ( n u l l ) ;
/ / Wrong Method R e f e r e n c e ( C losu re−10)
1417 − r e t u r n a l l R e s u l t s M a t c h ( n , MAY BE STRING PREDICATE) ;
1417 + r e t u r n a n y R e s u l t s M a t c h ( n , MAY BE STRING PREDICATE) ;
Pattern 5 – Wrong Reference.
/ / Mis s ing Nul l−Check and Non−Null−Check ( Char t−15)
1378 + i f ( t h i s . d a t a s e t == n u l l ) {
1379 + r e t u r n 0 . 0 ;
1380 + }
[ . . . ]
2054 + i f ( t h i s . d a t a s e t != n u l l ) {
2055 s t a t e . s e t T o t a l ( D a t a s e t U t i l i t i e s . c a l c u l a t e P i e D a t a s e t T o t a l (
2056 p l o t . g e t D a t a s e t ( ) ) ) ;
2057 + }
Pattern 6 – Missing Null-Check.
/ / Copy / P a s t e o f Method C a l l Rep lacement ( Char t−19)
698 + i f ( a x i s == n u l l ) {
699 + throw new I l l e g a l A r g u m e n t E x c e p t i o n ( ” Nu l l ’ a x i s ’ a rgument . ” ) ;
700 + }
[ . . . ]
976 + i f ( a x i s == n u l l ) {
977 + throw new I l l e g a l A r g u m e n t E x c e p t i o n ( ” Nu l l ’ a x i s ’ a rgument . ” ) ;
978 + }
Pattern 7 – Copy/Paste.
/ / Change i n s t r i n g ( Closu re−65)
1015 − c a s e ’\0 ’ : sb . append ( ”\\0” ) ; b r e a k ;
1015 + c a s e ’\0 ’ : sb . append ( ”\\000” ) ; b r e a k ;
/ / Rep lacement o f c o n s t a n t v a r i a b l e ( C losu re−14)
767 − c f a . c r e a t e E d g e ( fromNode , Branch .UNCOND, f i n a l l y N o d e ) ;
767 + c f a . c r e a t e E d g e ( fromNode , Branch . ON EX, f i n a l l y N o d e ) ;
Pattern 8 – Constant Change.
/ / Code Moving ( Closu re−13)
126 − t r a v e r s e ( c ) ;
126 Node n e x t = c . g e t N e x t ( ) ;
127 + t r a v e r s e ( c ) ;
Pattern 9 – Code Moving.
Fig. 4. Code snippet examples for repair patterns.
Arithmetic Expression Fix mainly occurs in assignment and
return statements, as in Math-80 and Math-2, respectively.
3) Wraps-with: This repair pattern resembles the Condi-
tional Block pattern, but its intrinsic feature is the wrapping of
an existing code with a conditional branch. Indeed, the wrap-
ping structure goes beyond conditionals and can also involve
try-catch blocks, method calls and loops. The following are
the variants for Wraps-with:
• if: occurs when an existing code is wrapped with a condi-
tional logic using an if expression. Time-3 illustrates this
repair pattern applied ten times;
• if-else: occurs when an existing code is wrapped with
an if-else expression, where the existing code can
be placed in the then or in the else block. Mockito-
29 illustrates this repair pattern, where the method call
wanted.toString() was wrapped with an if-else
expression of type cond?a:b;
• else: occurs when an existing code is wrapped with an
else complementing previous written if or if-else
(just Chart-21);
• try-catch: occurs when an existing code is wrapped with a
new try-catch block (Closure-83);
• method: occurs when an expression is wrapped with a
method call (Math-105);
• loop: occurs when a statement or block of code is wrapped
with a loop, turning it from a simple sequence of code into
a repeating one (Closure-124).
There are cases where Wraps-with is more subtle, as in
Mockito-29, line 29. It shows the wrapping of the method
call wanted.toString() with an if-else expression
of type cond?a:b.
The inverse of Wraps-with pattern is also found, called
Unwraps-from. Closure-9 shows the unwrap of the method
call script.getSourceFileName(). Chart-18 shows
the most common case, Unwraps-from if-else.
4) Single Line: Patches with the Single Line pattern are
patches with one line addition, one line removal or both (line
modified). We also consider as Single Line the special cases
when a single statement spans multiple lines (Closure-55) or
is moving (Closure-13). Many of current techniques in fault
localization and program repair fields works well where this
kind of fixing is required since many of previous datasets
are based on seeded faults or mutants [19]. These patches
involve small repair actions, such as variable replacement
by another variable (Chart-11) and conditional expression
expansion (Mockito-34).
5) Wrong Reference: A wrong reference occurs when a
variable or a method call is referenced by mistake instead
of another variable or method call. In the patch, the wrong
reference is replaced by another one. Examples are:
• Wrong Variable Reference: Chart-11 shows the patch for
a wrong variable reference, which is replaced by another
variable. In some cases, the wrong variable reference is
replaced by a method call such as Lang-57;
• Wrong Method Reference: Closure-10 shows a wrong
method reference, which is replaced by another method
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Fig. 5. Composition of the repair patterns in terms of repair actions.
reference. In some cases, the wrong method reference is less
perceptive (e.g. overloaded method call replacements) such
as in Math-70. In a few cases, the wrong method reference
is replaced by a variable (Math-67).
6) Missing Null-Check: This repair pattern is related to the
addition of conditional expressions or expansion of existing
ones with null-checks. There are examples of positive null-
checks, where a reference is checked for nullity (line 1378
of Chart-15), and negative null-checks, where a reference is
checked for non-nullity (line 2054 in Chart-15).
7) Copy/Paste: Some patches repeat the same change in
different points, resembling a copy-paste operation. Chart-19
shows the addition of the same Conditional Block with Excep-
tion Throwing in two different methods. Math-71 illustrates a
case with non-exact fixing code applied to two different files.
8) Constant Change: This pattern is dedicated to changes
of constant values in the code. A constant value is either a
literal, i.e. a value fixed in the code, or a constant variable,
i.e. a variable with final value that cannot be modified by
the program during execution. Closure-14 shows an example
of a constant variable being replaced by another constant
variable. For literals, we found patches where string (Closure-
65), boolean (Math-22), integer (Lang-19), and floating-point
number (Mockito-26) were modified.
9) Code Moving: Some patches involve moving code lines
around, without extra changes to these lines. Although there
are not many examples of this repair pattern, it deserves
attention because some patches consist basically of this type
of change, and it may consist of single line as in Closure-13,
or multiple lines as in Closure-117.
Figure 5 shows the overall composition of the repair
patterns. Each panel corresponds to one of the nine repair
patterns. The radial axis corresponds to the repair actions
presented in the previous section that co-occur in patches
where the repair pattern was found. For instance, in Expression
Fix panel, it is clear that Conditional Modification (cndM)
and Method Call Addition (mcA) repair actions are the most
prevalent in patches containing the Expression Fix pattern,
while Type (ty) actions almost do not appear for this repair pat-
tern. Some repair patterns show similarities, e.g. Conditional
Block, Wraps-with and Missing Null-Check. In fact, one of
the main differences between Conditional Block and Wraps-
with is the presence of non-patch (or wrapped) code between
wraps, which does not influence in repair pattern composition.
Furthermore, Missing Null-Check is present in many condi-
tionals in patches where Wraps-with and Conditional Block
are involved. Other repair patterns have distinctive silhouette,
e.g. Wrong Reference, pointing out the more recurrent and
distinctive actions in these repair patterns. The 22 patches
where no repair pattern was found are shown in last panel
(Not Classified), which points out that unclassified patches are
more related to Method Call Addition action.
Figure 6 presents the ranking of the repair patterns (vertical
axis) concerning the number of patches (horizontal axis) where
they occur. Conditional Block is the most prevalent repair
pattern found in the patches, followed by Expression Fix and
Wraps-with. On the other hand, Constant Change and Code
Moving are the less prevalent among the repair patterns.
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Fig. 6. Incidence of the repair patterns in patches.
Figure 7 presents the distribution of number of patterns per
patches. The median (highlighted in red) and the upper quartile
are the same, showing that most of the patches (75%) have
no more than two repair patterns. Some outlier patches were
found, containing between four and seven repair patterns.
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# Repair Patterns
Fig. 7. Distribution of number of repair patterns per patches.
RQ #4: What repair patterns can be found in Defects4J
using a manual thematic analysis?
Findings: Nine potential repair patterns were identified,
which span 373 patches (94.43%). This show the clear
presence of recurring patch techniques. Conditional Block
repair pattern is the most prevalent, appearing in 169 patches
(42.78%).
Implications: Some of the identified repair patterns can
guide, for example, the development of program repair
tools for specific bug types. For instance, a variant of the
repair pattern Conditional Block is the Conditional (if) Block
Addition with Exception Throwing. It appears in 33 patches
and can be synthesized, as confirmed by the recent work on
ACS [11].
IV. LESSONS LEARNED
For most bugs in Defects4J, developers added more code
than they removed or rewrote existing code. This is first
perceived in findings of the RQ #1, where we studied patch
size in terms of added, removed and modified lines. The
findings of the RQ #3 also ground this point when we found
that most of repair actions are related to addition of code.
Researchers and tool builders should also focus on techniques
capable to synthesize code, beyond the ones that just modify
or remove code, especially for automatic repair. For fault
location, the focus should be extended to find the location
of missing code and not only to find the location of wrong
code (which would mainly lead to modify or remove code).
Delimiting the applicability of a technique by exposing the
characteristics of a dataset used to evaluate it is important. For
instance, works as [30] already shown that the performance of
a program repair tool changes considerably depending on the
types of bug such tool is applied, even for Defects4J projects.
Therefore, when reporting results of fault location or automatic
repair techniques, it must be clear that not all types of bug
would be handled and the dataset used would not contain some
bug types, e.g. Defects4J does not cover well bugs spread
through many files as pointed out by the findings of the RQ
#2. Techniques previously evaluated on seeded bugs should
be also evaluated on real bugs to confirm their efficacy, as
the nature of the former may not reflect the latter. This also
shows how fragile can be a technique that relies only on bugs
from small or poor designed datasets, not paying attention at
overfitting on it. If real bugs are not well represented in the
dataset, the technique may be useless in practice.
The found repair patterns can help to categorize and group
patches, leading to a reduced effort while trying to understand
what kind of solution can be applied to an existing bug.
They can help to segment the dataset, avoiding the need to
think about a specific solution for every bug. As pointed out
by findings of the RQ #4, the repair patterns are present in
most of the Defects4J patches, and this recurrence may help
to optimize the search for fixes with potential to be shared
between many bugs.
V. THREATS TO VALIDITY
Although this study provides a deep overview of human
patches applied to bugs in six open source projects, our find-
ings may be restricted to the projects in Defects4J. Defects4J
can be considered a small dataset of bugs and may not rep-
resent well the existing types of bugs and the frequency they
occur in the real world. To investigate whether our findings
can be generalized to other projects, a follow-up of this work
is needed. Although Defects4J projects are Java libraries, they
are not necessarily related and, even then, metrics and insights
found are consistent between these projects.
The nature of bugs in Defects4J should be also considered
when developing solutions for fault location, automatic repair
or other applications. Patches in Defects4J are isolated and
may not reflect usual commits accompanied by unrelated
changes and other kinds of noisy data that an technique should
handle. Non-source code bugs were not covered in this work,
since there is no such type of bug in Defects4J by design. We
found two duplicated bugs in Defects4J dataset (i.e., Closure-
{62 = 63, 92 = 93}). The duplicates were not removed
to conduct our analysis and we consider that the impact is
negligible over our findings and implications. However, to
avoid bias in favor of some bug types, these duplicates may
be discarded for other studies or applications.
The taxonomy of repair actions and patterns and the an-
notation of the patches in Defects4J using such taxonomy
are results from manual analysis of patches. Although the
patches were carefully analyzed by the first author of this
paper and reviewed by other two authors, as any manual work,
this one is not free of small mistakes or misinterpretation.
Despite the value of manually analyzing human patches, this
is a very difficult and time-consuming task. For this reason,
by doing this, insights on how to automate the collection of
the properties manually extracted from patches were obtained.
We considered all the repair patterns independently in each
patch. Since different repair patterns are counted separately,
pattern composition in terms of repair actions may be affected
by other repair patterns (or other unrelated repair actions)
present in the same patch. As a consequence, the identification
of a pattern in a patch only implies this pattern is part of such
patch. The patch can still involve a much more rich context
with other patterns and repair actions beyond an identified
pattern. A deeper study on correlations and co-occurrences of
patterns would be necessary to obtain an accurate and more
detailed description on patterns composition in terms of repair
actions (as loosely illustrated in Figure 5).
VI. RELATED WORKS
A. Analysis on Defects4J bugs
In a recent work, Motwani et al. [31] annotated each bug in
Defects4J with eleven abstract parameters regarding five defect
characteristics: defect importance, complexity, independence,
test effectiveness, and characteristics of the human-written
patch. One example of abstract parameter is the number of
lines edited in a patch, which is used to compute the defect
complexity. Similar to our work, they annotated Defects4J
bugs with patch size and number of modified files. On the
characteristics of the patches, they annotated the bugs with
nine code modification types, such as whether the patch
contains addition of method calls, which are similar to our
repair actions. However, our taxonomy of repair actions is
more comprehensive and fine-grained, since we arranged the
actions in groups considering more detailed changes. For in-
stance, instead of having the information that a patch changed
arguments in a method call, we have the information that an
argument was added or removed, or that an argument value
was changed or swapped with another one in a method call.
Moreover, Motwani et al. considered other information than
us, such as the number of relevant test cases, which makes
our work and their work complementary to each other.
B. Patch Analysis of Bug Datasets
Several bug datasets have been proposed to support empir-
ical studies on techniques and tools related to software bugs.
Usually, these datasets do not include detailed information on
the bugs and their patches if any (e.g., Siemens suite [22]
and SIR [12]), or they include simple information on the bugs
(e.g., BugBench [32]), like bug type. In this section, we present
notable and recent bug datasets where information about the
patches are delivered, which is close to our work on Defects4J.
iBugs [13] (390 Java bugs) contains bugs annotated with
size and syntactic properties on their patches. iBugs’ size
properties include similar patch size and spreading metrics as
our work. iBugs’ syntactic properties consist of fingerprints
describing which syntactic tokens the patch changed, such
as keywords, method calls, and expressions, augmented with
information on variable usage, operators and literals. These
fingerprints are similar to our repair actions, but our taxonomy
is organized in a different way. For instance, the groups of
token “keyword” and “expression” in iBugs represent different
changes on if; we have the repair action group “Conditional”
that is dedicated to changes on conditionals. Moreover, our
analysis includes repair patterns.
ManyBugs [15] (185 C bugs), besides information on the
bugs, delivers manually evaluated information about patches.
For each patch, ManyBugs’ authors note whenever some
changes happened, such as whenever functions, loops, condi-
tional and function calls were added, and whenever arguments
to a function or function signature were changed. This is
close to our repair actions, but our repair actions are more
fine-grained. Similar to our work, they also calculated the
number of lines changed (size) and number of files changed
(spreading), but different from our work, ManyBugs does not
provide number of chunks and repair patterns.
Codeflaws [16] (3902 C bugs) delivers bugs annotated with
syntactic differences between buggy and patch code at AST
level. Like in iBugs, Codeflaws’ syntactic differences are
similar to our repair actions, but we use a more comprehensive
taxonomy; for example, in Codeflaws, conditionals and loops
are considered together in one group, “control flow”. More-
over, Codeflaws delivers neither information on patch size and
spreading, nor repair patterns.
C. Patch Analysis on Other Resources
Pan et al. [33] and Soto et al. [34] identified patterns in
human patches. Pan et al. [33] manually analyzed seven open-
source projects and found 27 bug fix patterns covering from
46 to 64% bug fixes. They observed the most common bug fix
patterns are related to method call and if condition (both are
around 20% bug fixes), which is consistent with our findings,
since Method Call Addition and Conditional Branch Addition
are the most prevalent repair actions in patches.
Soto et al. [34] focused on identifying how many human
patches contain the repair patterns presented by [6]. They
analyzed 4,590,679 bug fix commits and found that less than
15% commits contain one of these patterns. The differences
between these two works and this work are the focus on a
different dataset, and the collection of additional metrics to
characterize human patches, e.g. patch size and spreading.
VII. CONCLUSIONS
Research fields related to software bugs require well-
designed, publicly available and real bug-based datasets. De-
fects4J aims at targeting these goals, but lacked an in-depth
study to inform the potential users on its contents and charac-
terization of bugs. To fill this gap, we analyzed the anatomy of
the Defects4J patches considering four properties: patch size
and spreading, and repair actions and patterns. We found that
95% of the patches in Defects4J involve at most 22 lines, have
low spreading in lines (at most 214 lines) and in files (at most
two files). Most repair actions involve addition of method calls,
conditional branches and assignments (77.21%). Nine repair
patterns were found in 94.43% of the patches, and Conditional
Block is the most prevalent one (42.78%).
Our findings have important implications for those inter-
ested in the usage of bug datasets: Defects4J is an appropriate
dataset to program repair research; repair based on addition
of code should receive as much attention as repair based on
modification of code; multi-point program repair is not just
a trend but a need for proposed techniques; single file repair
responds to the most part of bugs in Defects4J; automatic patch
generation can rely on high prevalence of repair actions (e.g.
Method Call Addition) and patterns (e.g. Conditional Block)
found. This study is to help researchers to take better and
informed decisions around bug dataset choice and comparison.
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