I. Introduction
As the past decades have seen the computerization of all the functionalities in all the fields turn out to be supplementary multifaceted and therefore, there is a constant demand for discovering innovative well organized methodologies to software development and preservation. There is a prerequisite of the enormous scope of effort, time and currency to arrange and build up any feasible software apart from the human resource and their organization. For outstanding rising competition, today's profitable conditions have become very dynamic. Corporate industries require proceeding extremely fast to unstable needs of the market. Hence, software engineering which emphasizes with all these regions has become an individual study from researchers. The software crisis is defined as mismatch between what the software can deliver and the capacities of computer systems, as well as the expectations of their users and where software problems cause the system tasks to be delayed, expensive, and/or not amenable to the user"s desires. Apart from software can be developed to meet the various stages of reliability, security, portability, usability, effective cost and response time.
Developing awfully trustworthy software from the user"s perspective is a demanding profession for all software engineers. However, Software Reliability is a significant aspect influencing system reliability. The following four practical aspects which are related to achieving reliable software systems and these aspects furthermore be treated as four fault Lifecycle techniques: 1) Fault avoidance: to avoid, by building, error existence. 2) Fault elimination: to identify, by confirmation and proof, the presence of faults and eliminate them. 3) Fault tolerance: to specify, by redundancy, facility conforming to the requirement in spite of faults having rising. 4) Fault/failure Predicting to estimate: by the assessment, the occurrence of faults and consequences of failures.
Software reliability is the probability that software will not cause the failure of a system for a particular point in time underneath particular circumstances. The probability is a function of the inputs to and use of the system as well as a function of the existence of faults in the software. According to ANSI, Software Reliability is defined as: "the probability of failure free software operation for a particular period of time in a particular atmosphere". Software reliability evaluation is significant to evaluate and forecast the trustworthiness and performance of software systems. Reliability representation is a crucial ingredient of the reliability evaluation procedure and it also validate whether a product meets up its reliability objective and is ready to distribute. The fundamental intention of most of software reliability models is making them to understand distinctiveness and reasons to fail software, and try to enumerate software reliability. The current article lay emphasis on about a bio inspired computing technique Swarm Intelligence known as the Ant Colony Optimization Technique to predict software reliability. The anticipated method is employed into a TSP problem with software failure datasets to predict software reliability and the results of our approach are reported. And, thus, the focus of the
B Ant Colony Optimization Technique
Ant Colony [24] [25] [26] [27] is one of the techniques of bio inspired computing. The main concept of this is technique is that the self-organizing rules which allow the highly synchronized behavior of real ants can be utilized to manage populations of artificial agents that cooperate to solve computational problems. Various distinctive attributes of the behavior of ant colonies have inspired different kinds of ant algorithms. Examples are foraging, distribution of labor, issue sorting, and cooperative transport. Ants coordinate their activities via stigmergy, a form of implicit interaction mediated by changes in the environment. For example, a foraging ant deposit a chemical on the ground which raises the probability that other ant will follow the same path. Biologists have presented that many colony-level behaviors witnessed in social insects can be described through relatively simple models in which only stigmergic communication is present. In other words, biologists have shown that it is often sufficient to consider stigmergic, indirect communication to explain how social insects can attain selforganization. The notion behind ant algorithms is to use a form of artificial stigmergy to coordinate societies of artificial agents. One of the most effective examples of ant algorithms is known as ""ant colony optimization"", or ACO. ACO is motivated by the foraging behavior of ant colonies, and targets discrete optimization problems. The ants may deposit a pheromone on the ground while returning back to their nests. The ants follow with high probability pheromone trails their sense on the ground. Each Ant evaluates the next move to another vertex based on Gambardella et al., [28, 29] , p k ij is the probability for a worker K to move to vertex "ij" ij τ is the amount of pheromone deposited on edge to "ij" η is the inverted distance, describes how fast ants select their path. The tour cost of each ant is given by di j the tour cost from the city i to city j (edge weight) is calculated and hence the shortest path is found. This is applied to the Travelling Sales Person Problem and optimized solutions are obtained using DOI: 10.9790/0661-1902015764 www.iosrjournals.org 59 | Page
The amount of pheromone deposited by each ant is given by
C Algorithm
The ACO algorithm [30] which has been proposed based on the study that real ants are skilled in finding the shortest path from a food source to the nest without using visual signals. From the originating point the ants start the tour selecting randomly any path. The flow chart of the ACO algorithm is presented in Fig. 1 .
III. Experimental Design
In our experiment, time series forecasting model is employed to predict software reliability which has only one dependent variable and no explanatory variables in strict sense. In this paper, the software failure data obtained from Musa [21] data sets is employed in this study. It is used to demonstrate the forecasting performance of Ant colony optimization techniques. The data contains 101 observations of the pair (t, Yt) pertaining to software failure. Here Yt represents the time to failure of the software after the tth modification has been made. We created five datasets viz.lag # 1,2,3,4 and 5 in view of the foregoing discussion on generating lagged data sets out of a time series. The experiments are performed by dividing the data into training and test set in the ratio of 80:20. 
Simulation Results

IV. Conclusions
In this paper, ACOT using software reliability datasets can be employed. The performance of ACOT that of BPNN, TANN, PSN, MARS, GRNN, MLR, TreeNet, DENFIS, Morlet based WNN and Gaussian based WNN can be compared. It is observed that the performance of ACOT is better when compared with other techniques when combined with error checking computational method. Thus, ACOT holds a very good promise in the field of software reliability, Reliability calculated using Mean Time Between Failure (MTBF) and Mean Time To Failure (MTTF) gave good results.
