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Povzetek 
Namen diplomskega dela je izdelati virtualni laboratorij za načrtovanje vodenja na različnih 
laboratorijskih napravah ter demonstrirati njegovo uporabnost ter delovanje z načrtovanjem 
regulatorja na multivariabilni modelni napravi helikopter - CE150. Diploma najprej opisuje 
postopek izbire najustreznejšega modela naprave za načrtovanje vodenja. Tu so predstavljene 
nekatere metode za analizo multivariabilnih sistemov, kot so vodljivost, vodljivost po stanjih, 
funkcionalna vodljivost in spoznavnost sistemov. V sklopu izbire modela so izvedeni odzivi 
sistema v delovnih točkah ter nadaljnja primerjava odzivov realnega sistema in razpoložljivih 
modelov. Na podlagi vseh pridobljenih podatkov, je določen najustreznejši model sistema za 
načrtovanje vodenja. V nadaljevanju so predstavljeni nekateri tipi primernih regulatorjev ter 
načini nastavljanja le-teh. Najprej je predstavljeno načrtovanje klasičnega PID regulatorja, 
ki ga uporabljamo na enak način kot pri univariabilnih sistemih. Sledita regulator za izničitev 
križnih povezav z uporabo Bodejevega diagrama ter regulator stanj, za katerega je najprej 
potrebno načrtati opazovalnik stanj, saj je sicer, zaradi nemerljivosti stanj sistema, takšen 
regulator na realnem sistemu neizvedljiv. Na koncu je opisan še postopek zasnove in razvoja 
virtualnega laboratorija. Le-ta omogoča izvajanje poizkusov na laboratorijskih napravah in 
testiranje ustreznosti načrtanih regulatorjev. Celoten sistem je osnovan na podatkovni bazi 
MariaDB, katera shranjuje vse potrebne podatke za delovanje sistema, hkrati pa shranjuje 
meritve, ki so uporabljene za realno-časovni prikaz delovanja naprave. Uporabljeni 
programski jezik na strani strežnika je PHP, na strani uporabnika pa JavaScript in jQuery. 
Za komunikacijo z napravo skrbi programsko orodje Matlab ter vhodno-izhodna enota 
PoKeys. 
 
Ključne besede: javascript, jQuery, opazovalnik stanj, PHP, PID regulacija, regulator stanj, 
virtualni laboratorij  
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Abstract 
The aim of the diploma thesis is to develop and implement a virtual laboratory for control 
system design and to demonstrate its usability by designing a suitable controller for the 
multivariable laboratory pilot plant - helicopter CE150. The thesis first describes the method 
for choosing the most suitable model of the plant for control design. At this point some 
methods for multivariable system analysis are introduced, such as controllability, functional 
controllability and observability. Furthermore, step responses of the plant in the chosen 
operating points are performed and the measured data is compared to the model's response. 
According to the collected data and its analysis, the most suitable model of the system is 
chosen. Afterwards, a few suitable controllers an their tuning methodology is introduced. 
First, conventional PID controllers, which are used in the same way as in SISO systems are 
described, followed by the cross-link elimination controller based on Bode plots. At last, state 
controller with state observer is presented. The latest is due to unmeasured system states 
necessary when implementing such controllers. Finally, design and implementation of the 
virtual laboratory is presented. The virtual lab allows experimenting on the real systems in 
order to evaluate the suitability of the designed controllers. The overall solution is based on 
MariaDB database, which stores all the neccesary data for system operation, while providing 
real-time measurements of the plant operation to the user. PHP programming language is 
used on the server side, while the user side uses JavaScript and jQuery. Matlab and PoKeys 
I/O device are used to communicate with the pilot plant.         
 
Keywords: javascript, jQuery, PHP, PID regulation, state observer, state regulator, virtual 
laboratory 
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1 Uvod 
 
Diplomsko delo opisuje razvoj in izdelavo virtualnega laboratorija za načrtovanje vodenja na 
različnih laboratorijskih napravah ter demonstracijo njegove uporabnosti in delovanja z 
načrtovanjem regulatorja na multivariabilni modelni napravi helikopter - CE150. Najprej je 
bilo v ta namen potrebno raziskati  primernost regulacijskih struktur za dani sistem. Nadalje je 
bilo potrebno za izdelavo virtualnega laboratorija preučiti kako se namesti in konfigurira 
spletni strežnik ter podatkovna baza in se seznaniti s spletnimi programskimi jeziki 
uporabljenimi na strani strežnika (PHP) in uporabnika (javascript, jQuery). Na koncu je bilo 
potrebno vse skupaj izvesti tako, da je sistem pregleden, uporaben in prijazen do uporabnika. 
Struktura diplomske naloge je naslednja. Drugo poglavje opisuje multivariabilno modelno 
napravo CE150 - helikopter. Opisani so načini modeliranja sistema, podana sta modela v 
prostoru stanj ter izbor ustreznega modela sistema za namen načrtovanja vodenja. V tem 
sklopu so predstavljene nekatere metode analize lastnosti sistema, ki so pomembne za 
nadaljnje delo. Dve izmed pomembnejših lastnosti sistemov sta spoznavnost in vodljivost 
sistema, saj je načrtovanje vodenja za nevodljiv sistem zahtevno, v veliko primerih pa 
praktično nemogoče opravilo. Najpomembnejši dejavnik pri izbiri modela sistema je njegovo 
ujemanje z realnim sistemom, pri čemer lahko ustreznost posameznega modela ovrednotimo s 
primerjavo odzivov modela in realnega sistema v delovnih točkah.  Glede na ujemanje 
odzivov se potem odločimo za ustreznejšega.  
Tretje poglavje  opisuje načrtovanje regulatorjev. Uporabljena sta dva tipa regulatorjev. Prvi 
je klasični PID regulator, ki je sestavljen iz več posameznih regulatorjev. Najprej lahko 
uporabimo le dva regulatorja v direktnih vejah, s čimer vsako direktno povezavo 
obravnavamo kot univariabilni sistem. Ker pa imamo opravka z multivariabilnim sistemom, 
se običajno odločimo za PID regulator, ki poskrbi za odpravljanje križnih povezav. V našem 
primeru smo se odločili za za načrtovanje PID regulatorjev s pomočjo Bodejevega diagrama, 
kjer smo za vsako prenosno funkcijo v matriki prenosnih funkcij izrisali Bodejev diagram in 
iz njega pridobili potrebne podatke za načrtovanje posamezne veje regulatorja. V 
nadaljevanju je predstavljena tudi uporaba regulatorja stanj, katerega je potrebno uporabljati v 
povezavi s predkompenzatorjem, saj ima sicer pogrešek v ustaljenem stanju. Za odzive na 
modelu sistema je bil lahko tak regulator uporabljen neposredno, za uporabo na realni napravi 
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pa je potrebno načrtati še observator stanj, saj stanja sistema niso neposredno dostopna. Za 
načrtovanje le-tega je potreben zapis sistema v spoznavnostni kanonični obliki. Za vse 
omenjene tipe regulacije so izvedeni poskusi in predstavljeni rezultati. Nastavitev regulatorjev 
in izbira ustreznih parametrov je izvedena tako, da se najprej nastavi regulator za model 
sistema, nato pa se  preveri odziv realne naprave z uporabo istega regulatorja. Po potrebi se 
spremeni parametre regulatorja na realnem sistemu, da dobimo čim boljši odziv.    
Četrto poglave opisuje zasnovo in izvedbo virtualnega laboratorija ter pripadajočega 
uporabniškega spletnega vmesnika. Predstavljena je izbira podatkovne baze, ki je ena izmed 
ključnih komponent spletnega vmesnika, saj se v njej zbirajo vsi podatki, ki so na razpolago 
komponentam sistema, ko jih potrebujejo. Baza predstavlja vmesni člen med okoljem Matlab, 
ki zajema podatke iz modelne naprave in strežnikom, ki te podatke obdeluje in jih prikazuje 
uporabniku. Uporabljena podatkovna baza je MariaDB, strežnik na katerem je nameščena 
spletna aplikacija pa Apache. Spletni vmesnik omogoča izvedbo različnih poskusov na 
modelu naprave ali na realni napravi. Uporabnik lahko na podlagi izvedenih poizkusov 
pridobi različne podatke o delovanju sistema, pri tem pa ima občutek kot da je fizično 
prisoten pri modelni napravi, saj se grafi izrisujejo v realnem času.    
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2 Modelna naprava in izbor ustreznega modela sistema 
2.1 Opis modelne naprave 
Modelno napravo helikopterja sestavljajo trup, glavni in repni rotor ter utež, s katero je možno 
prestavljati težišče trupa helikopterja. Na trup sta pritrjena dva enosmerna elektromotorja, ki 
poganjata glavni oziroma repni rotor. Utež se premika s pomočjo servomotorja. Trup 
helikopterja je vpet na podstavek, ki omogoča vrtenje okrog vodoravne in navpične osi. 
Vrtenje okrog vodoravne osi je spreminjanje vpadnega kota Ψ. Vrtenje okrog navpične osi pa 
je spreminjanje azimuta oziroma zasuka φ. Osi repnega in glavnega rotorja ter osi azimuta φ 
in vpadnega kota Ψ  so medsebojno pravokotne. Na modelni napravi se nahajajo tudi vijaki, s 
katerimi je mogoče sistem omejiti na eno prostostno stopnjo. To pomeni, da lahko preprečimo 
vrtenje okrog izbrane osi. [1] 
 
 
Slika 2.1: Slika modelne naprave [2] 
 
Vrtenje okrog vodoravne osi je omejeno na 93 °, vrtenje okrog navpične osi pa na 260 °. V 
obeh primerih gre za mehansko omejitev, ki helikopterju onemogoča vrtenje. [3] 
8 Modelna naprava in izbor ustreznega modela sistema 
 
Slika 2.2 prikazuje osnovni multivariabilni sistem in križne povezave med vhodi in izhodi 
tako, da lahko katerikoli vhod dinamično vpliva na izhode. To je najpomembnejša splošna 
lastnost multivariabilnih sistemov. [3] 
 
U1(t)
U2(t)
Um(t)
y1(t)
y2(t)
yl(t)
 
Slika 2.2: Slika multivariabilnega sistema s prikazanim križnimi povezavami 
 
Na modelni napravi helikopterja sila zaradi vrtenja glavnega rotorja in sila zaradi vrtenja 
repnega rotorja hkrati vplivata na vpadni kot Ψ in azimut φ. Zato lahko napravo predstavimo 
kot nelinearni multivariabilni sistem z dvema vhodoma: 
- napetost u1 na glavnem motorju, 
- napetost u2 na repnem motorju. 
Za motnjo ali spremembo dinamike sistema lahko uporabimo premično utež vzdolž trupa 
helikopterja, s katero premaknemo težišče. Simuliramo jo lahko z vhodnim signalom um.  
Sistem ima dva izhoda: 
- signal senzorja za vpadni kot Ψ; 
- signal senzorja za azimut φ. [4] 
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2.2 Modeliranje modelne naprave 
Pri modeliranju se je potrebno zavedati, za kaj se bo sistem uporabljal, saj lahko na koncu 
dobimo preveč zahteven model sistema, čeprav bi lahko uporabili bolj enostavnega.  V našem 
primeru je model sistema namenjen za spoznavanje sistema in za načrtovanje vodenja.  
Za omenjeno napravo se modeliranja lotimo na dva načina.. Prvi je z Lagrange-evimi 
enačbami, drugi (uporabljena tudi pri uporabljenih modelih sistema v tem delu) pa s 
podajanjem enačb za ravnotežje sil. Z obema metodama pridobimo model v obliki nelinearnih 
enačb. [5] 
 
2.2.1 Podana modela sistema 
Z različnimi načini modeliranja sta bila definirana tudi dva obstoječa modela sistema.  Prvi 
model je podan z matrikami, ki jih podaja enačba 2.1 [1]. 
 
A_1 =                                                                                                                           
[
0 1 0 0 0 0 0 0
−122.366 −22.123 0 0 0 0 0 0
0 0 0 1 0 0 0 0
0 0 −311.052  −35.273 0 0 0 0
0 0 0 0 0 1 0 0
74.799 0 0 0 −14.716 −1.276 0 0
0 0 0 0 0 0 0 1
10.356 2.003 35.681 0 0 0 0 −0.569
] 
  
𝑩_𝟏 =  
[
 
 
 
 
 
 
 
0 0
122.3667 0
0 0
0 311.0526
0 0
0 0
0 0
2.7203 0 ]
 
 
 
 
 
 
 
 
 
𝑪_𝟏 =  [
0 0 0 0 1 0 0 0
0 0 0 0 0 0 1 0
] 
 
𝑫_𝟏 =  [
0 0
0 0
] 
 
(2.1) 
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Drugi model je podan z matrikami, ki jih podaja enačba 2.2: [6] 
 
𝑨_𝟐 =  
[
 
 
 
 
 
 
 
 
0 0 1 0 0 0 0 0 0
0 0 0 0 0 1 0 0 0
−8.3 0 −1.14 0 165.6 −0.98 0 0 0
0 0 0  −20.0 −10.0 0 0 0 0
0 0 0 10 0 0 0 0 0
0 0 0 0 0 −2.1 −1.36 0 27.4
0 0 0 0 0 0 −1.33 0 0
0 0 0 0 0 0 0 −8.0 −4.0
0 0 0 0 0 0 0 4.0 0 ]
 
 
 
 
 
 
 
 
     
 
𝑩_𝟐 =  
[
 
 
 
 
 
 
 
 
0 0
0 0
−0.069 0
1.0 0
0 0
1.41 0
1.0 0
0 1
0 0]
 
 
 
 
 
 
 
 
 
 
𝑪_𝟐 =  [
0.32 0 0 0 0 0 0 0 0
0 0.54 0 0 0 0 0 0 0
] 
 
 𝑫_𝟐 =  [
0 0
0 0
] 
 
(2.2) 
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2.3 Izbor primernega modela sistema – Pridobivanje podatkov 
 
V tem poglavju bodo predstavljeni uporabljeni principi za izbor bolj primernega modela 
sistema. Najprej smo izvedli osnovno analizo obeh sistemov, nato pa smo posneli še odzive 
kota zasuka sistema v delovni točki. 
 
2.3.1 Vodljivost 
Poznamo dva tipa vodljivosti in sicer vodljivost po stanjih in funkcionalno vodljivost. 
 
2.3.2 Vodljivost po stanjih (pointwise state controllability) 
Pravimo, da je sistem podan v prostoru stanj vodljiv glede na stanja – po točkah, če za podana 
vektorja stanj x0 = x(0) in x1 = x(t1) obstajata t1 > 0 in tak regulirni signal, da na časovnem 
intervalu (0,t1) prevede vse spremenljivke stanja iz  x0 v x1. 
Če temu ni tako, je sistem nevodljiv, kar pomeni, da je nemogoče prevesti sistemska stanja iz 
poljubnega začetnega v poljubno končno stanje. 
Potreben in zadosten pogoj za vodljivost po stanjih je, da je rang Φ0 enak n, pri čemer je 
matrika Φ0 podana v enačbi (2.3): 
Φ0 = [B, AB, A
2
B, …, An-1B] (2.3) 
 
Z Φ0  je označena vodljivostna matrika. V primeru, da je rang Φ0 < n to govori o številu stanj, 
na katere z vhodi ne moremo vplivati, ne vemo pa, katera so ta stanja. Nevodljiva stanja so 
največkrat posledica fizične nedosegljivosti stanj in preveč simetričnih sistemov. [3] 
Model 1:  
Po analizi prvega modela lahko ugotovimo, da je red sistema enak 8. Prav tako je tudi rang 
vodljivostne matrike enak 8, iz česar sklepamo, da je sistem vodljiv po stanjih. 
 
Model 2:  
Po analizi drugega modela lahko ugotovimo, da je red sistema enak 9. Prav tako je tudi rang 
vodljivostne matrike enak 9, iz česar lahko sklepamo, da je sistem vodljiv po stanjih. 
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2.3.3 Funkcionalna vodljivost (functional controllability) 
Za sistem pravimo, da je funkcionalno vodljiv, če za katerikoli podani »primerni« vektor y, 
definiran za t > 0, obstaja vektor u, definiran za t > 0, ki generira y iz začetnih pogojev x(0) = 
0. Pri tem so kot primerni mišljeni dovolj »pohlevni« izhodi, da jih ni potrebno generirati iz 
impulznih oblik u, pri čemer pa eksistira Laplace-ov transform y. Takšna definicija 
vodljivosti je v inženirskem smislu zelo jasna, saj govori o situaciji, ki nastane pri načrtovanju 
vodenja. Pri tem želimo izvesti regulator, ki bo dal u, ki bo povzročil y.  
Za slučaj, ko je l = m je sistem funkcionalno vodljiv če in le če je njegova matrika prenosnih 
funkcij G(s) nesingularna. To lahko podamo v enačbi (2.4) kot: 
det (G(s)) = 0                                                    (2.4) 
 
Za primer, ko je l > m sistem ni funkcionalno vodljiv. Za m > l pa je sistem funkcionalno 
vodljiv če in le če obstaja najmanj  ena nenična (lxl) poddeterminanta (minor) matrike G(s). 
[3] 
Prvi model:  
Prvi model ima l = 2 in m = 2, zato je potrebno za ugotovitev funkcionalne vodljivosti 
izračunati determinanto matrike prenosnih funkcij G(s). Ker je le ta različna 0 je sistem 
funkcionalno vodljiv.   
 
Drugi model:  
Drugi model ima l = 2 in m = 2, zato je potrebno za ugotovitev funkcionalne vodljivosti 
izračunati determinanto matrike prenosnih funkcij G(s). Ker je le ta različna 0 je sistem 
funkcionalno vodljiv.   
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2.3.4 Spoznavnost 
Sistem v prostoru stanj je spoznaven, če obstaja t1 > 0 tako, da iz vektorjev u in y, ki sta 
podana na intervalu (0,t1), lahko sklepamo na vektor začetnih stanj x(0).  
Potreben in zadosten pogoj za spoznavnost sistema je, da je rang spoznavnostne matrike Φs 
enak n. Spoznavnostna matrika Φs je podana z enačbo (2.5): 
Φs = [CT, ATCT, (AT)2CT, …, (AT)n-1CT]                      (2.5) 
Če je rang Φs < n vemo, da obstaja določeno število nespoznavnih stanj, ne vemo pa katera 
so ta stanja. Prav tako kot na vodljivost, tudi na spoznavnost matrika D nima vpliva. 
Dimenzija spoznavnostne matrike Φs za MIMO sisteme je (nxnl).  [3] 
Model 1: 
Po analizi prvega modela lahko ugotovimo, da je rang spoznavnostne matrike enak 8. Vemo, 
da je red sistema enak n = 8, zato lahko iz tega sklepamo, da je sistem spoznaven. 
 
Model 2: 
Po analizi drugega modela lahko ugotovimo, da je rang spoznavnostne matrike enak 9. Vemo, 
da je red sistema enak n = 9, zato lahko iz tega sklepamo, da je sistem spoznaven. 
 
2.3.5 Poli sistemov 
Če je sistem podan v prostoru stanj velja, da so poli sistema lastne vrednosti matrike A ali pa 
koreni deterministične enačbe (2.6): 
det(sI - A) = 0                                      (2.6) 
 
[3] 
 
Model 1: 
Po analizi prvega modela lahko ugotovimo, da ležijo poli sistema v točkah podanih v enačbi 
(2.7). 
0 
-17.660925812733218 
-17.612474187266091 
-11.068098373909738 
(2.7) 
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-11.055801626090901 
-0.638450000000005 + 3.782681799662772i 
-0.638450000000005 - 3.782681799662772i 
-0.569700000000001. 
 
 
Iz podanih polov v enačbi (2.7) lahko vidimo, da je sistem mejno stabilen, saj ima en pol v 0, 
vsi drugi poli pa se nahajajo v levi s polravnini. 
Model 2: 
Po analizi drugega modela lahko ugotovimo, da ležijo poli sistema v točkah podanih v enačbi 
(2.8): 
                                 0 
-10.000000000000105 + 0.000000978301783i 
-10.000000000000105 - 0.000000978301783i 
-0.570000000000002 + 2.824021954588880i 
-0.570000000000002 - 2.824021954588880i 
-4.000000177656693 
-3.999999822343049 
-2.100000000000118 
-1.329999999999977 
(2.8) 
 
Iz podanih polov v enačbi (2.8) lahko vidimo, da je sistem mejno stabilen, saj ima en pol v 0, 
vsi drugi poli pa se nahajajo v levi s polravnini. 
 
2.3.6 Spremljanje odziva v delovni točki 
Pomembno vlogo pri vrednotenju modela ima tudi opazovanje odziva sistema okoli delovne 
točke. Poskus je izveden tako, da se najprej sistem pripelje v delovno točko, nato pa se z 
manjšimi odstopanji vhodnih signalov iz delovne točke spremlja odziv realne naprave in 
odziv modela, katera morata čim bolj sovpadati. Za vpadni kot je pričakovati, da bo v delovni 
točki različen od obeh skrajnih leg. Za kot zasuka pa se bo, ob neničnem vhodnem signalu, na 
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modelu sistema povečeval v neskončnost, na realni napravi pa do skrajne lege. Zato pri tem 
testu gledamo samo prehodni pojav. 
Slika 2.3 prikazuje uporabljeni model v Simulinku pri izvedbi testa. V modelu sta uporabljena 
tako model sistema (blok z imenom StateSpace) in blok, ki zajema merjene signale na 
realnem sistemu, za obdelavo v okolju Matlab (blok z imenom CE150 helicopter).  
 
 
Slika 2.3: Uporabljena simulink shema za spremljanje odziva sistema v delovni točki 
 
Oba obstoječa modela sistema sta bila narejena na prvotni izvedbi modela helikopterja. Ta je 
za prenos podatkov med senzorji modela in okoljem Matlab uporabljala vhodno-izhodni 
vmesnik na PCI vodilu v osebnem računalniku. V posodobljeni različici model helikopterja 
kot vhodno-izhodni vmesnik uporablja PoKeys56U na vodilu USB [4]. Zaradi tega se je 
območje vhodnih signalov v realni sistem spremenilo. Na vodilu PCI in starejšem vhodno-
izhodnem vmesniku je bilo to območje za oba vhodna signala (napetost motorja repne elise in 
napetost motorja glavne elise) enako, in sicer na intervalu [-1,1] [5]. Na vhodno-izhodnem 
vmesniku izvedenem s PoKeys56U je območje za vhoda različno. Za motor glavne elise je 
vhod omejen na intervalu [0.5, 1]. Za motor repne elise pa je vhod omejen na intervalu [0, 1]. 
Na intervalu [0.5, 1] deluje potisk repne elise obratno od sile glavnega motorja, na intervalu 
[0,0.5] pa je potisk repne elise v isti smeri. Zaradi različnih območij, je bilo potrebno vhodni 
signal za oba vhoda ustrezno skalirati, da smo pridobili ustrezne vhodne signale v realni 
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sistem z novim vhodno-izhodnim vmesnikom. Skaliranje je uporabljeno tudi na vseh 
izvedenih testih na realni napravi.    
 
2.4 Izbor primernega modela sistema 
 
Za izbor primernega modela sistema so bili primerjani in opazovani odzivi v delovni točki, ki 
so bili predstavljeni v literaturi [1]. Pri opazovanju smo lahko ugotovili, da se za sistem [1], 
odziv okoli delovne točke dokaj dobro prilega vhodnemu signalu. Na podlagi te ugotovitve in 
glede na vse pridobljene podatke v poglavju Izbor primernega modela sistema -  Pridobivanje 
podatkov (poglavje 2.3), sem se odločil, da za nadaljnje načrtovanje izberem prvi model 
sistema [1]. Pri tem je največjo veljavo imelo to, da je sistem nižjega reda, saj je večinoma 
lažje načrtati oziroma nastaviti regulator za tak sistem. Pri obravnavi polov smo sicer prišli do 
zaključka, da sta oba sistema mejno stabilna, vendar pa lahko s primerjavo lege polov 
ugotovimo, da je primernejši za obravnavo model sistema [1], saj so poli premaknjeni bolj v 
levo v s-ravnini. 
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3 Načrtovanje regulatorjev 
3.1 Načrtovanje PID regulatorjev 
 
Kot najbolj osnoven način za regulacijo položaja modelne naprave helikopterja smo izbrali 
PID regulator. Ker gre za multivariabilni sistem, je bilo potrebno uglasiti več PID 
regulatorjev. Za uglaševanje je bil uporabljen Bodejev diagram, s katerim določimo P, I in D 
člene regulatorja. 
 
3.1.1 Teoretično ozadje 
PID regulator ima naslednjo prenosno funkcijo prikazano v enačbi (3.1): 
𝐺𝑅 = 𝐾𝑃 (1 + 
1
𝑇𝐼𝑠
+ 𝑇𝐷𝑠)                              
(3.1) 
 
Je poseben primer prehitevalno- zakasnilnega regulatorja. Opaziti je, da je pol prehitevalnega 
dela pri s = - ∞, pol zakasnilnega dela pa pri s = 0.  
Če bi pogledali Bodejev diagram PID regulatorja, bi opazili, da ima regulator pri nizkih 
frekvencah visoko ojačenje, kar odpravlja pogrešek v ustaljenem stanju. Pri visokih 
frekvencah pa vnaša fazno prehitevanje, kar pomeni, da zagotovi potreben fazni razloček.  
Če je odprtozančna prenosna funkcija sistema vsaj drugega reda, lahko P, PI ali PID regulator 
uglasimo s pomočjo Bodejevega diagrama odprtozančne prenosne funkcije. Nastavitvena 
pravila temeljijo na tem, da zagotovijo zadosten fazni razloček.  
Za nastavljanje P regulatorja je potrebno določiti absolutno vrednost frekvenčne karakteristike 
pri faznem kotu -162°. Ojačenje v regulacijski zanki izberemo tako: 
KP = 
1
|G(jω′)H(jω′)|
                                                       (3.2) 
 
Torej gre za kompenziran sistem, kjer je fazni razloček 18°. 
Pri nastavljanju PI regulatorja je potrebno za ojačenje regulacijske zanke določiti absolutno 
vrednost frekvenčne karakteristike pri faznem kotu -144°.  Na prvi pogled se zdi, da se je 
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fazni razloček povečal. Ker pa ima I člen to lastnost, da vnaša zaostajanje v frekvenčno 
karakteristiko se fazni razloček manjša. Integrirni čas TI, pa določimo tako, da določimo 
frekvenco, kjer je fazni kot -162°, in ga potem izračunamo po enačbi: 
TI = 
2π
(ω′)
                                                            (3.3) 
 
Kjer je ω′ frekvenca pri faznem kotu -162°. 
Za uglasitev PID regulatorja pa za določitev P in I člena sledimo postopek opisan zgoraj, 
diferencirni čas pa izberemo za faktor 0.1 pomnožen integrirni čas, kar je prikazano v enačbi 
(3.4). [7] 
TD = 0.1 * TI                                                        
(3.4) 
 
3.1.2 Načrtovanje za modelno napravo  
Ker je modelna naprava multivariabilni sistem, bo potrebno uporabiti več PID regulatorjev. 
Najprej se načrta PID regulatorja za reguliranje direktnih poti, nato pa po potrebi še 
regulatorje za izničevanje križnih povezav. Ker smo ugotovili, da je vsaka izmed prenosnih 
funkcij sistema reda, večjega od dva, smo lahko načrtali PID regulatorje z uporabo Bodejevga 
diagrama.  Pri našem modelu je za križno povezavo potrebno načrtati samo en PID regulator. 
In sicer regulator za izničevanje križnih povezav 2. vhoda na 1. izhod. Če pogledamo matriko 
prenosnih funkcij za izbrani sistem, lahko potrdimo naš domnevo, saj je člen, ki ponazarja 
prenosno funkcijo med prvim vhodom in drugim izhodom, v matriki prenosnih funkcij, enak 
0. Končni izgled regulacijske strukture s PID regulatorji je prikazan na sliki 3.1. 
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Slika 3.1: Regulacijska struktura z uporabljenimi PID regulatorji 
 
Načrtovanje PID regulatorja se začne z izrisanim Bodejevim diagramom za odprtozančno 
prenosno funkcijo. Iz Bodejevega diagrama določimo fazni kot -144° in frekvenco, ki jo 
uporabimo za določitev ojačenja v regulacijski zanki. S pomočjo matlabovega ukaza bode 
izračunamo amplitudo frekvenčne karakteristike pri prej odčitani frekvenci. Iz Bodejevega 
diagrama je potrebno določiti tudi drugo frekvenco pri faznem kotu -162°, ki jo uporabimo za 
izračun integrirnega časa TI. S pridobljenimi podatki in s pomočjo enačb (3.2), (3.3), (3.4) 
smo izračunali potrebne koeficiente za PID regulator.  
Iz slike 3.2 odčitamo potrebne podatke za izračun koeficientov PID regulatorja in izračunamo 
PID regulator PID1 na sliki 3.1. 
Iz slike 3.3 odčitamo potrebne podatke za izračun koeficientov PID regulatorja in izračunamo 
PID regulator PID2 na sliki 3.1. 
Iz slike 3.4 odčitamo potrebne podatke za izračun koeficientov PID regulatorja in izračunamo 
PID regulator PID3 na sliki 3.1. 
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Slika 3.2: Bodejev diagram za odprtozančno prenosno funkcijo prvega vhoda na prvi izhod 
 
 
Slika 3.3: Bodejev diagram za odprtozančno prenosno funkcijo drugega vhoda na drugi izhod 
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Slika 3.4: Bodejev diagram za odprtozančno prenosno funkcijo drugega vhoda na prvi izhod 
 
Pri načrtovanju je potrebno upoštevati tudi, da Simulink blok za PID regulator ne uporablja 
prenosne funkcije zapisane s časovnimi konstantami ampak upošteva prenosno funkcijo 
regulatorja zapisano z ojačenji. Zato je potrebno upoštevati enačbo (13), s katero izračunamo 
potrebne vrednosti P, I, D členov, ki jih potem neposredno vpišemo v simulinkov blok za PID 
regulator. 
KI = KP/TI                                                       
KD = TD * TP 
TFilter = factor * TD 
N = 1 / TFilter 
(3.5) 
 
Če pogledamo v simulinkov blok za PID regulator opazimo, da je pri D členu tudi koeficient 
N, ki se ga določi po enačbi (3.5). Omenjeni člen vpliva na D člen tako, da če je vrednost N 
večja se bolj izrazito kaže delovanje diferencirnega člena, če pa je le ta majhna pa se kaže 
manj izrazito in skozi daljši čas.  
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Rezultati načrtovanja in izračunani P, I, D členi za vse tri regulatorje so naslednji: 
 PID1 PID2 PID3 
KP 0.079613408933029 0.016694580394973 0.060015780541285 
KI 0.053597769813012 0.003188429991246 0.017575326971462 
KD 0.011825669060579 0.008741261853935 0.020494036439996 
N 22.440846975957246 19.098593171027439 9.761503176302915 
Tabela 3.1: Rezultati načrtovanja PID regulatorjev s pomočjo Bodejevega diagrama 
 
3.1.3 Testiranje in nastavljanje parametrov PID regulatorjev 
Za testiranje načrtanega PID regulatorja na modelu sistema je bila uporabljena simulacijska 
shema na sliki 3.5. Vidimo, da je uporabljena shema še brez regulatorja PID3, saj bi najprej 
obravnavali samo regulatorje v direktnih vejah, brez regulatorjev za izničevanje križnih 
povezav.  
 
Slika 3.5: Simulacijska shema za PID regulacijo, brez izničevanja križnih povezav 
 
Na sliki 3.6 je prikazan odziv sistema na stopničasto spremembo referenčnega signala. 
Opaziti je, da je prvi prenihaj odziva zasuka zelo velik. Odziv za vpadni kot pa se počasi 
približuje referenci in jo  doseže približno po 25 s.   
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Slika 3.6: Odziv modela sistema na stopničasto spremembo referenčnega signala 
 
Na sliki 3.7 in sliki 3.8 sta prikazana odziva ob spremembi reference za zasuk oziroma za 
vpadni kot. Opaziti je, da na modelu ne obstaja križna povezava med vhodom za repni motor 
in izhodom vpadnega kota, kar smo že predvideli, saj je ta prenosna funkcija v matriki 
prenosnih funkcij enaka 0. Obratno pa velja, da če se spremeni referenca za vpadni kot, to 
vpliva tudi na odziv zasuka, kar je vidno na sliki 3.8, kjer se ob spremembi reference za 
vpadni kot spremeni tudi izhod zasuka.  
 
 
Slika 3.7: Odziv modela sistema ob spremembi reference za zasuk 
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Slika 3.8: Odziv modela ob spremembi reference za vpadni kot 
 
Za odpravljanje vidnih križnih povezav sta bili preizkušeni 2 metodi. Prva je bila, da je za 
odpravljanje križne povezave uporabljen Simulink blok gain, ki je povezan med izhoda PID 
regulatorjev. Drugi način pa je, da se je doda še en PID regulator med oba vhoda in se ga 
načrta tako, da je izniči vplive prvega vhoda na drugi izhod. Simulink shema s postopkom 
odpravljanja križnih povezav je prikazana na sliki 3.9.  
 
 
Slika 3.9: Simulink shema za odpravljanje križnih povezav z uporabo PID regulatorja 
 
Prva metoda z uporabo simulink bloka gain je bila uporabljena za regulacijo modela, saj smo 
z njo dosegli boljše rezultate kot pa z uporabo regulatorja PID3. Namesto PID bloka je bil v 
25 
 
simulacijski shemi blok gain, katerega vhod je bil povezan na izhod PID regulatorja za vpadni 
kot, izhod pa na isto mesto kot izhod PID bloka. Spodaj, na sliki 3.10, lahko vidimo, da se je 
ob uporabi bloka gain z vrednostjo 0.35 odziv izboljšal, saj se ob spremembi vpadnega kota 
(ob času 40 s), odziv vpadnega kota ne spremeni bistveno, ampak le malenkost zaniha in se 
vrne na vrednost pred spremembo vpadnega kota.   
 
 
Slika 3.10: Odziv zasuka z odpravljenim vplivom križne povezave na izhod zasuka 
 
Pri izvedbi testov z regulacijsko shemo v kateri uporabljamo gain blok, lahko opazimo, da 
smo z uvedbo tega bloka tudi zmanjšali prvi prenihaj, saj le-ta znaša približno 0.2 rad (slika 
3.10), medtem ko je brez uporabe tega bloka prvi prenihaj bil zelo visok. Približno 0.7 rad. To 
je tudi za pričakovati, saj če pogledamo regulacijsko shemo, vidimo da od regulirnega signala 
za repni motor odštevamo izhod PID regulatorja za glavni motor pomnožen s konstanto 
(0.35).  Da bi še bolj zmanjšali prevzpon, bi morali KD člen povečati. Slika 3.11 prikazuje 
zmanjšanje prenihaja, ob dvanajstkratni povečavi člena KD. Opaziti je tudi, da se nihanje 
odziva okoli referenčne točke upočasni.  
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Slika 3.11: Odziv zasuka in vpadnega kota pri povečanju KD člena za dvanajstkrat. 
 
Za simulacijo in testiranje PID regulatorjev na realni napravi je bila uporabljena shema na 
sliki 3.12. Vidimo, da je uporabljen Simulinkov blok gain, saj se je pri testiranju izkazalo, da 
so odzivi veliko boljši kot pri uporabi PID regulatorja, in pa tudi lažje ga je nastaviti, tako da 
učinkovito odpravlja motnje križne povezave. 
 
Slika 3.12: Regulacijska shema uporabljena za regulacijo realnega sistema 
 
Ko so bile omenjene izračunane vrednosti, uporabljene na modelu sistema uporabljene na 
realnem sistemu, je bil odziv realnega sistema zelo slab. Odziv prikazan na sliki 3.13. Začetni 
prenihaj zasuka je bil tako velik, da se je helikopter najprej premaknil v skrajno lego, vendar 
pa je potem začel slediti referenco. Vseeno pa je bilo potrebno spremeniti izračunane 
koeficiente, da smo dobili zadovoljiv odziv. 
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Slika 3.13: Odziv zasuka in vpadnega kota na realni napravi ob uporabi izračunanih 
koeficientov. 
 
 Kot izhodišče za nastavljanje PID regulatorja za realno napravo so bili izbrani izračunani 
parametri. Po veliko poizkušanja in spreminjanja parametrov so bili najboljši rezultati 
doseženi s parametri podanimi v tabeli 3.2. 
 
   PID1 PID2 
KP 0.4284 0.0494 
KI 0.272744636149488 0.009434863156286 
KD 0.067288788000000 0.025865346000000 
N 2000 1000 
Tabela 3.2: Pridobljene vrednosti parametrov PID regulatorjev s poizkušanjem na realnem 
sistemu 
 
Iz podanih parametrov lahko vidimo, da so se parametri za oba PID regulatorja dodobra 
spremenili, kar je pričakovano, saj je bilo ujemanje modela in realne naprave slabše. Opaziti 
je tudi, da se je zelo spremenil tudi parameter N pri PID regulatorju. S tem ko smo ga 
povečali, smo dosegli, da se je vpliv diferencirnega člena PID regulatorja zmanjšal in da je 
trajal dlje časa.  Kar je tudi razumljivo, saj hočemo, da so prenihaji ob prehodnih pojavih čim 
manjši.  
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Na sliki 3.14 lahko opazimo, da je prvoten prenihaj za oba odziva dokaj velik, vendar pa se 
odziv za vpadni kot približa referenčnemu signalu po približno 10 s. Odziv za zasuk se 
približa referenci po približno 15 s. To je zadovoljivo, saj je to prva sprememba referenčnega 
signala, kar pomeni, da je potrebno helikopter dvigniti iz začetne pozicije, za kar je potreben 
velik regulirni signal. Težav s prenihajem pri večkratnih spremembah reference ne bo več, kar 
se vidi na naslednjih slikah, ko se referenčni signal spremeni več kot enkrat.  
 
Slika 3.14: Odziv realnega sistema na stopničasto spremembo referenčnega signala 
Če se spremeni referenca za vpadni kot, se to z implementiranim regulatorjem zelo malo 
odraža na odzivu za zasuk, saj to križno povezavo skušamo odstraniti z gain blokom, katerega 
vrednost je nastavljena na 0.1. Na sliki 3.15 je prikazano, da se ob času 40 s, ko pride do 
spremembe reference vpadnega kota odziv zasuka ne spremeni bistveno in še vedno sledi 
referenci.  
 
Slika 3.15: Odziv realnega sistema ob spremembi reference za vpadni kot 
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Sprememba reference zasuka na realnem sistemu, se odraža tudi na odzivu vpadnega kota, kar 
je prikazano na sliki 3.16. Ta se od modela razlikuje, saj če pogledamo sliko 3.7 vidimo, da se 
odziv vpadnega kota ob spremembi reference za zasuk ne spreminja. Za realni sistem bi bilo 
potrebno dodati regulacijski shemi na sliki 3.12 še dodaten gain blok, ki bi odpravljal 
omenjeno križno povezavo, ki je nismo pri regulaciji modela sistema nismo upoštevali. Ker je 
omenjena križna povezava tako majhna, da je njen vpliv na odziv vpadnega kota skoraj 
zanemarljiv, bomo v simulacijski shemi na sliki 3.12 ojačenje dodatnega gain bloka nastavili 
na 0.  
 
 
Slika 3.16: Odziv realnega sistema ob spremembi reference za zasuk 
 
Odziv realne naprave, kjer so uporabljeni najboljši parametri pridobljeni s poskušanjem, je 
prikazan na sliki 3.17. Opazimo lahko, da je odziv na vpadni kot zelo dober, saj se razen pri 
prvem prenihaju vidi, da sistem opazneje ne niha in dobro sledi referenčnemu signalu. Odziv 
zasuka je okrog reference bolj nemiren, vendar je tudi to odstopanje v mejah normale, saj ne 
preseže 0.2 rad.   
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Slika 3.17: Odziv pri končno nastavljenih parametrih PID regulatorjev in gain bloka 
 
Če bi z nastavljenimi parametri regulatorja za vodenje realnega sistema izvedli regulacijo 
modela sistema, bi dobili slabši rezultat. Odziva za vpadni kot in za zasuk bi bila nestabilna, 
kar pomeni, da bi nihala z naraščajočo amplitudo. Na podlagi tega lahko ugotovimo, da se 
realni sistem in model sistema razlikujeta, oziroma je model, ki ga uporabljamo, in ki je 
lineariziran v okolici delovne točke, premalo natančen, ko vhodni signal zapusti območje le-
te. 
 
3.2 Regulator stanj 
Iz enačbe (2.7), se lahko vidi, da je sistem mejno stabilen. Zato bo v nadaljevanju uporabljena 
metoda za načrtovanje premikanja polov na poljubno mesto. Izbran in načrtan je 
proporcionalni regulator za premikanje polov na povratnih zvezah iz spremenljivk stanja.  
 
3.2.1 Teoretično ozadje 
MIMO sistem z n stanji, enim vhodom in l izhodi je podan z enačbo (3.5): 
?̇? = 𝑨𝑥 + 𝑩𝑢 
𝑦 = 𝑪𝑥 
(3.5) 
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Želeni regulacijski zakon predstavlja enačba (3.6): 
𝑢 = 𝑟 − 𝒑𝒙 (3.6) 
 
Kjer je r referenčni vhod, p pa vektor povratnih zvez iz spremenljivk stanja dimenzije 1xn. 
Zaprto zančni vektor prenosnih funkcij ima obliko predstavljeno v enačbi (3.7): 
h(s) = (sI – A + bp)-1 * b = 
[𝑹𝑐𝑖(𝑠)]𝒃
ψ𝑐(𝑠)
      i = 1,….n                  (3.7) 
 
kjer je zaprto zančni karakteristični polinom ψ
𝑐
(𝑠) = det(𝑠𝑰 − 𝑨 + 𝒃𝒑) . Če izenačujemo 
koeficiente pri enakih potencah s  dobimo sistem linearnih enačb, s katerimi izračunamo 
elemente regulacijskega vektorja p: 
Xp = h – f                                                       (3.8) 
 
Pri tem je  h vektor koeficientov zaprto zančnega, f pa vektor odprto zančnega, 
karakterističnega polinoma (brez koeficientov pri najvišji potenci s). 
Podobno lahko zapišemo tudi za sistem z m vhodi in l izhodi regulacijski zakon v enačbi 
(3.9): 
𝑢 = 𝑟 − 𝑷𝒙                                                     (3.9) 
 
In zaprto zančni karakteristični polinom kot prikazuje enačba (3.10): 
ψ
𝑐1
(𝑠) = det(𝑠𝑰 − 𝑨 + 𝑩𝑷)                                       (3.10) 
  
Ob uvedbi diadične oblike regulatorja, predstavljene v enačbi (3.11) : 
P = qp                                                        (3.11) 
  
in upoštevanju  b= Bq, dobimo za sistem z n vhodi isti karakteristični polinom kot za sistem s 
samo enim vhodom.  
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Ugotovimo lahko, da zaprtozančni poli MIMO sistema {A – BP, B, C} sovpadajo s poli 
ekvivalentnega sistema z enim vhodom {A – bp, b, C}. [3] 
 
3.2.2 Načrtovanje za modelno napravo helikopter 
Da načrtamo regulator stanj moramo določiti matriko P. Najprej izberemo vektor q, ki je 
lahko poljuben, vendar pa lahko s pravilno izbiro tega vektorja zadovoljimo še dodatne 
zahteve. Ravno zaradi tega regulatorji stanj niso enolični. Elementi vektorja q pomenijo 
faktorje vpliva povratnih povezav  na posamezen vhod. Za obravnavani sistem smo jih 
podrobneje opisali v poglavju 3.4.2 Realna naprava .  
Za računalniško obravnavo je najbolj primeren Gopinathov algoritem. Ta algoritem 
predstavlja enačba (3.12), katera predstavlja izračun matriko M, ki jo potem naprej 
uporabljamo pri načrtovanju regulatorja stanj. 
𝑴 = 
[
 
 
 
𝒒𝑇𝑩𝑇
𝒒𝑇𝑩𝑇𝑹1
𝑇
⋮
𝒒𝑇𝑩𝑇𝑹𝑛−1
𝑇]
 
 
 
                                                            
(3.12) 
Pri tem se uporabi algoritem Fadeev-a za računalniški izračun matrik R1 do Rn-1. Fadeev 
algoritem podaja rekurzivne izračune za matrike prirejenk R1 do Rn-1 podane v enačbi (3.13) : 
A1 = A   an-1 = -sledA1    R0  = I 
A2 = A * R1   an-2 = -1/2 sledA2    R1 = A1 + an-1I           
…. 
An-1 = A * Rn-2 a1 = -1/(n-1) sledAn-1    Rn-1 = An-1 + a1I 
An = A * Rn-1  a0 = -1/n sledAn  Rn = 0 
(3.13) 
 
Ko se določi matrike R1 do Rn-1 se po enačbi (3.11) izračuna še matriko M. [8] 
Izberemo še stolpna vektorja h in f. Kot povedano v poglavju 3.2.1 Teoretično ozadje, so hi 
oziroma fi koeficienti karakterističnega polinoma po padajočih potencah, brez vodilnega 
koeficienta, ki je vedno enak ena. Koeficienta h1 oziroma f1 sta koeficienta pri potenci s
n-1
. 
Omenjena karakteristična polinoma zgeneriramo iz podanih želenih zaprto zančnih polov s 
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pomočjo Matlabovega ukaza conv , pred tem pa je bilo potrebno še narediti pare [1 , zz_pol1], 
katere potem uporabimo v omenjenem ukazu.  
Iz vseh podatkov lahko izračunamo regulatorsko matriko P po enačbi  (3.11).  
Po izvedenem načrtvanju je potrebno oceniti uspešnost načrtovanja. To se stori tako, da se 
določi zaprto zančna predstavitev sistema. Povratna vezava iz stanj je vplivala samo na 
sistemsko matriko , ki je za obravnavani sistem enaka:  
Azz = (A - BP) 
(3.14) 
 
Ker ima regulator pogrešek v ustaljenem stanju, je potrebno načrtati predkompenzator. V ta 
namen smo za kompenzator dodali inverz matrike enosmernih ojačenj. Z dodatnim 
kompenzatorjem bomo dosegli, da so ojačenja direktnih poti enaka 1.  
S tem se je še dodatno spremenila tudi matrika B zaprto zančnega sistema, ki je definirana kot 
je prikazano v enačbi (3.15). 
Bzz = B G1 (3.15) 
 
Po končanem načrtovanju regulatorja je smiselno pregledati še, če smo z načrtovanjem 
dosegli želene zaprto zančne pole. Namreč, zgodi se tudi, da so poli zaradi neprimerne izbire 
ali pa zaradi numeričnih napak, drugačni kot smo jih predvideli. Izračun izvedemo z 
Matlabovim ukazom eig(A_zz).  
 
3.3 Observator stanj  
Da se lahko uporabi predstavljeni in načrtani regulator stanj na realni napravi, je potrebno 
določiti tudi observator stanj, ki oceni vrednosti stanja modela, katere se potem uporabi za 
regulator stanj.  
 
3.3.1 Teoretično ozadje 
Observator stanj se uporabi takrat ko, zaradi različnih razlogov, ni mogoče ustrezno meriti 
vseh spremenljivk stanj. To je dinamični sistem, ki je kompromis med aproksimacijo 
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nepoznanih spremenljivk stanja iz modela obravnavanega sistema in diferenciacijo izhodov 
sistema in ustrezne kombinacije, ki omogočajo izračun vektorja stanj. Dinamika observatorja 
stanj naj bi bila hitrejša od sistemske, vendar pa ne toliko, da bi se bližala nezaželenim 
lastnostim diferenciranja. 
Predpostavimo, da imamo linearni, časovno nespremenljivi, MIMO dinamični sistem podan z 
enačbama stanj (3.15): 
?̇? = 𝑨𝑥 + 𝑩𝑢 
𝑦 = 𝑪𝑥 
(3.15) 
   
Uporabiti želimo regulacijski zakon v enačbi (3.16): 
𝑢 =  𝑭𝑥𝑥 (3.16) 
Podan regulacijski zakon kaže, da gre za povratne zveze iz spremenljivk stanj, ki morajo biti 
dosegljive. Matrika Fx (mxn), naj bo konstantna. Dokazano je, da je mogoče načrtati 
observator reda (n - l) s stanji z, tako da stanja aproksimirajo linearno kombinacijo stanj 
sistema. Observator podajata enačbi: 
?̇? = 𝑫𝑧 + 𝑮0𝑦 + 𝑯0𝑢 
𝑥∗ = 𝑲2𝑧 + 𝑲1𝑦 
(3.17) 
                                                            
Matrika D je dimenzije (n - l)*(n - l), matrika G0 (n - l)*l, matrika H0 (n-l)*m, matrika K1 
dimenzije n*(n-l) ter matrika K2 dimenzije (n*l). Vse omenjene matrike so konstantne. 
Dimenzija vektorja stanj observatorja z je enaka (n - l), dimenzija vektorja ocenjenih 
vrednosti spremenljivk stanj sistema x
*
 pa je n.  Na sliki 3.18 je prikazana struktura sistema 
opisanega z enačbama (3.15) in (3.17). Sistem na sliki 3.18 je opisan z enačbami (3.15). 
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H0
G0 ∫Idt
D
K2
K1
Sistem
 
Slika 3.18: Bločni diagram sistema z observatorjem 
 
Relacija, ki povezuje x in z: 
𝒛 = 𝑳𝒙 +  𝛆 (3.18) 
 
pri čemer je matrika L dimenzije (n - l)*n konstantna matrika, ε pa je vektor razlik dimenzije 
(n - l). 
Ko vstavimo enačbo (3.17) v enačbo observatorja (3.18) in pri tem upoštevamo še enačbi 
sistema (3.15) dobimo enačbe predstavljene v enačbi (3.19): 
𝑳?̇? + ε̇ = 𝑫𝑳𝒙 + 𝑫ε + 𝐆0𝐲 + 𝐇0𝐮 
𝑳?̇? + ε̇ = 𝑫𝑳𝒙 + 𝑫ε + 𝐆0𝐂𝐱 + 𝐇0𝐮 
𝑳𝑨𝒙 +  𝑳𝑩𝒖 + ε̇ = 𝑫𝑳𝒙 + 𝑫ε + 𝐆0𝐂𝐱 + 𝐇0𝐮 
(3.19) 
 
po manjši manipulaciji enačb (3.19) dobimo: 
(𝑳𝑨 − 𝑫𝑳 − 𝑮0 𝑪)𝒙 + (𝑳𝑩 − 𝑯0)𝒖 + ?̇? −  𝑫ε = 0 (3.20) 
 
Da bi enačba (3.20) veljala, morajo biti izpolnjeni naslednji pogoji: 
𝑳𝑨 − 𝑫𝑳 = 𝑮0𝑪 
𝑯0 = 𝑳𝑩 
?̇? = 𝑫𝛆 
(3.21) 
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pri tem z matriko D predpišemo dinamiko observatorja. 
Iz zadnjega pogoja (3.21), se lahko dokaže, da ima le-ta za posledico: 
𝒛 = 𝑳𝒙 + (𝑧(0) – 𝑳𝑥(0))𝑒𝑫𝑡 (3.22) 
 
Če ima prvi pogoj (3.21) rešitev za poljubno izbiro G0 in če začetni pogoji stanj sistema x(0) 
in observatorja z(0) zadoščajo relaciji: 
𝑧(0) = 𝑳𝑥(0) (3.23) 
 
pomeni enačba (3.21), da med stanji sistema in observatorja stanj obstaja linearna relacija.  
Relacija (3.23) se izkaže za problematično, saj je iz nje razvidno, da razlika med z in Lx s 
časom hitro izginja. Jemljemo jo za zanemarljivo, saj je odvisna od dinamike observatorja, 
katero določajo lastne vrednosti matrike D, ki je običajno hitrejša od sistemove. Pri izbiri 
dinamike observatorja je potrebno biti previden, saj prehitra dinamika pomeni delikatnejšo 
izvedbo, prepočasna pa lahko pomeni, da so ocenjena stanja neustrezna. Zato je potrebno 
dinamiko observatorja izbrati tako, da je le malenkost hitrejša od sistemove. Delovanje 
observatorja pa je smiselno preizkušati s simulacijo. 
Ob uporabi relacije (3.18) in relacije (3.15) iz druge enačbe observatorja sledi: 
𝒙∗ = 𝑲2 𝑳𝒙 + 𝑲2 𝛆 + 𝐊1𝐂𝐱 = [𝑲2  𝑲1 ] [
𝐋
𝐂
] 𝐱 + 𝑲2 𝛆                 
(3.24) 
 
Ko gre 𝛆 proti 0, kar pomeni, da je sistem v ustaljenem stanju, dobimo relacijo: 
  𝒙∗ = (𝑲2𝑳 + 𝑲1𝑪)𝒙                                                    (3.25) 
 
iz katere vidimo, da mora veljati: 
[𝑲2 𝑲1] [
𝑳
𝑪
] =  𝑰𝑛  
(3.26) 
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Zgornjemu pogoju (3.26) lahko zadostimo, če velja, da je rang matrike [𝑲2 𝑲1] ≥ 𝑛 in rang 
matrike  [
𝑳
𝑪
] ≥ 𝑛. Rang matrike [
𝑳
𝑪
]je omejen na n s številom stolpcev matrike L. Rang 
matrike C pa je največ l. Iz tega sledi, da je minimalno število vrstic matrike L, ki predstavlja 
število observatorjevih stanj enako (n - l).  
Za načrtovanje observatorja stanj pa je najbolj primerna transformacija sistema v 
spoznavnostno kanonično obliko (glej poglavje 3.3.2). Matriko ?̃?, lahko izrazimo kot: 
?̃? = 𝑷?̂? (3.27) 
 
Matrika ?̂? ima enako bločno strukturo kot ?̃?, le da zamenjamo, od nič različne stolpce z 
ustreznim stolpcem enotine matrike: 
𝑪?̂? = [0, 𝑒𝑖] (3.28) 
 
Iz tega sledi, da je matrika P sestavljena iz vseh od nič različnih stolpcev matrike ?̃? in je 
nesingularna. 
Z določeno matriko P lahko izrazimo tudi matriko 𝑮0 kot: 
𝑮0 = ?̂?𝑷
−1 (3.29) 
 
Če v  prvi pogoj v enačbi (3.21) namesto G0 C vstavimo enačbo (3.29) in upoštevamo enačbo 
za spoznavnostno kanonično obliko, dobimo: 
𝑳𝑨 − 𝑫𝑳 =  𝑮0𝑪 =  𝑮0?̃?𝑻
−1 = ?̂??̃?𝑻−1 (3.30) 
 
Pri tem je matrika T transformacijska matrika za transformacijo sistema v spoznavnostno 
kanonično obliko (glej poglavje 3.3.2). Pri izpeljavi enačbe (3.30) smo upoštevali: 
𝑮0?̃? =  ?̂?𝑷
−1𝑷?̂? =  ?̂??̂? (3.31) 
 
Matriko G0, lahko izračunamo preko enačbe (3.29), če prej določimo matriko ?̂?. 
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Transformacijo: 
?̃? = 𝑳𝑻                                                                (3.32) 
 
lahko izrazimo v bločno diagonalni obliki, kjer ima vsak diagonalni blok dimenzije (μi - 1) * 
(μi) : 
𝑳?̃? = 𝑑𝑖𝑎𝑔 {?̃?𝑖}                                                                                                                                                     
𝑳?̃? = [𝑰μ𝑖 −1 𝛅𝑖] 
(3.33)
 
Ob upoštevanju enačb (3.32) in (3.33) in enačbe za izračun ?̃?, lahko enačbo (3.30) zapišemo v 
naslednji obliki: 
?̃?𝑻−1𝑻?̃?𝑻−1 −  𝑫?̃?𝑻−1 = ?̂??̂?𝑻−1 (3.34) 
 
Z malo matematične manipulacije iz zgornje enačbe (3.34) dobimo spodnjo enačbo: 
?̃??̃? −  𝑫?̃? =  ?̂??̂? =  𝑮0?̃? (3.35) 
 
Matriko D, moramo definirati na isti način kot matriko L, v bločno diagonalni obliki, ker 
želimo enovito strukturo členov enačbe (3.34) oziroma (3.35): 
𝑫 = 𝑑𝑖𝑎𝑔 {𝑫𝑖} (3.36) 
 
Bloki 𝑫𝑖 so dimenzije (μi −  1) * (μi −  1) in imajo strukturo: 
𝑫𝑖 =
[
 
 
 
 
 
0 0 … … −𝑑0
𝑖
1 0 … … −𝑑1
𝑖
0 1 … … −𝑑2
𝑖
⋮ ⋮ … … ⋮
0 0 … 1 −𝑑μi−2
𝑖
]
 
 
 
 
 
 
(3.37) 
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Neničelni členi v zadnjem stolpcu matrike, 𝑑𝑖
𝑘  (k = 0, 1, …, μi − 2 ), so vektorji koeficientov 
karakterističnih polinomov i-tega bloka observatorja. Le-te je potrebno izbrati tako, da je 
dinamika observatorja hitrejša kot sistemova. S tem smo zagotovili, da imata leva in desna 
stran enačbe (3.34) oziroma (3.35), enako bločno strukturo, kar opravičuje prehod na 
kanonično obliko, saj le-ta olajša načrtovanje observatorja, ker ni potrebno reševati enačbe 
(3.35), ki je numerično zahtevna, saj lahko G0 določimo kot istoležne stolpce druge strani 
enačbe. [3] 
 
3.3.2 Spoznavnostna kanonična oblika 
Za spoznaven sistem je možno iz spoznavnostne matrike Φ0 ranga n dobiti transformacijsko 
matriko T (nxn).  Pri tem načrtamo tudi spoznavnostne indekse μ, za katere velja: 
∑μi = n
l
i=1
 
(3.38) 
 
pri čemer je: 
ν0= 𝑚𝑎𝑥𝑙≤𝑖≤𝑚 μ𝑖
   (3.39) 
 
spoznavnostni indeks.  
Koraki za določitev transformacijske martike so: 
 Od leve proti desni se pregleda in zapomni le tiste vektorje, ki so linearno 
neodvisni od predhodno že izbranih. Stolpci C, bodo že izbrani vektorji, zato 
ker je v spozanovnosti matriki Φ0 prva matrika C
T
.  
 Ko je na tak način izbranih n linearno neodvisnih vektorjev tvorimo matriko Γ: 
𝚪 = [c1
T, 𝐀Tc1
T, … , (𝐀T)^(μ1 − 1)c1
T, … , cl
T, 𝐀Tcl
T, … , (𝐀T)^(μl − 1)cl
T]       (3.40) 
 
Vektorje se razvrsti glede na njihovo povezanost s posameznimi izhodi. 
 Izračuna se inverz matrike Γ in se ga pretvori v obliko: 
𝚪−1 = [γ1
T, … , γl
T] T  (3.41) 
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kjer je γ𝑘𝑖
𝑇  , ki-ta vrstica matrike 𝚪−1  in velja:  
𝑘𝑖 = ∑ μi
i
j=1                           i = 1, … , l                        (3.42) 
 
 Matriko T (nxn) se zloži iz vektorjev γ𝑘𝑖
𝑇 , na naslednji način: 
𝐓 = [γ𝑘1 , 𝐀γ𝑘1 , … , 𝐀
μ1−1γ𝑘1 , γ𝑘2 , … , 𝐀
μ1−𝑙γ𝑘𝑙] (3.43) 
 
Spoznavnostna kanonična oblika sistema {A, B, C} je: 
?̃? = 𝑻−1𝑨𝑻           ?̃? = 𝑻−𝟏𝑩                𝑪 ̃ = 𝑪𝑻 (3.44) 
[3] 
 
3.3.3 Načrtovanje za modelno napravo helikopter 
Pri načrtovanju MIMO observatorja za sistem {A,B,C} računamo matrike observatorja: G0, 
H0, K1, K2 . Matriko D izberemo tako, da ima observator želeno dinamiko. 
Koraki načrtovanja observatorja stanj MIMO sistema: 
 Najprej je potrebno za načrtovanje observatorja preveriti, če je sistem 
spoznaven. To je bilo potrjeno že v poglavju Spoznavnost. Zaradi ugotovitve, 
da je sistem spoznaven, se lahko zanj načrta observator stanj.   
Postopek določitve spoznavnostnih indeksov μ je opisana v poglavju 
Spoznavnostna kanonična oblika. Z Matlabovim ukazom rref se lahko iz 
spoznavnostne matrike izloči vse linearno odvisne stolpce. S tem se dobi za 
rezultat 𝚪  prvih osem stolpcev iz spoznavnostne matrike. Iz tega se lahko 
sklepa tudi, da sta spoznavnostna indeksa enaka 4: 
μ1 = 4 
μ2 = 4 
(3.45) 
 Ugotovljeno je, da je načrtovanje observatorja mogoče, zato se izračuna 
transformacijsko matriko T. Za predstavljeni sistem je matrika T naslednja: 
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𝑇 =
[
 
 
 
 
 
 
 
0 0.013 −0.296 4.908 0 0 0 0
0.013 −0.296 4.908 −72.386 0 0 0 0
0 0.013 −0.215 3.639 0 0.028 −0.989 26.153
0.013 −0.215 3.639 −61.381 0.028 −0.989 26.153 −614.996
0 0 0 1.000 0 0 0 0
0 0 1.000 −23.401 0 0 0 0
0 0 0 0 0 0 0 1.000
0 0 0 −0.917 0 0 1.000 −35.483 ]
 
 
 
 
 
 
 
 
(3.46) 
 
Matrike sistema v spoznavnostni kanonični obliki {?̃?, ?̃?, ?̃?} pa se izračuna s 
pomočjo matrike T, na način, kot je opisan v poglavju Spoznavnostna 
kanonična oblika.  
 Nadalje se tvori matriko P,  ki je sestavljena iz od 0 različnih stolpcev. Če so 
vrednosti, v stolpcu matrike P zelo majhne (10^-7 ali manj), se te vrednosti 
obravnava kot 0, saj gre tukaj najverjetneje za numerično napako Matlaba. 
Potem lahko s pomočjo enačbe (3.28) izračunamo ?̂?.  
 Definicija koeficientov karakterističnih polinomov observatorja 𝑑0
1 , 𝑑1
1  , 𝑑2
1    
in 𝑑0
2 , 𝑑1
2  , 𝑑2
2 , s čimer je definirana matrika D. Ti koeficienti se med 
nastavljanjem regulatorja in observatorja stanj spreminjajo, saj morajo biti 
nastavljeni tako, da observator stanj čim bolje oceni stanja in da se ob uporabi 
observatorja in regulatorja stanj dobi čim boljši odziv. Zato so rezultati za te 
koeficiente pridobljeni s testiranjem odziva. S pomočjo enačbe (3.37), se lahko 
tvori diagonalne člene matrike D. Za podan sistem sta definirani matriki D1 in 
D2, ki uporabljata vrednosti koeficientov karakterističnih polinomov 
observatorja za katere so bili dobljeni najboljši rezultati. 
 Izračun matrike L po enačbi (3.33), kjer se za vrednosti 𝛅𝑖 uporabi koeficiente 
karakterističnih polinomov. Nato se iz primerjave istoležnih neničnih stolpcev 
v enačbi (3.35) določi ?̂? in nato iz enačbe (3.29) še G0.  
 Izračunati je potrebno še matriko L, s pomočjo enačbe (3.32).  Nato se z 
množenjem matrike L in matrike B izračuna še matriko H0. 
 
 Da bo observator popolnoma načrtan je potrebno določiti še matriki K1 in K2, 
iz enačbe: 
[𝑲1 𝑲2] = 𝑻 ∗ [
?̃?
?̃?
]
−𝟏
 
(3.47) 
 
42 Načrtovanje regulatorjev 
 
 
3.4 Nastavljanje parametrov regulatorja stanj in observatorja stanj 
3.4.1 Model v Simulinku 
Za nastavljanje regulatorja stanj na modelu sistema, je bil uporabljen model, prikazan na sliki 
3.19. Videti je, da se observator stanj ne uporablja, saj bo najprej obravnavan samo regulator 
stanj brez uporabe observatorja stanj. V bloku »State regulator« na sliki 3.19 sta uporabljeni 
matriki Azz in Bzz, ki sta bili izračunani in določeni ob načrtovanju regulatorja stanj. 
 
Slika 3.19: Model regulatorja stanj izveden v Simulinku 
 
Regulator stanj ni uporaben, če se ne uporabi predkompenzatorja, ki se ga izračuna kot inverz 
matrike enosmernih ojačenj, saj kot lahko vidimo na sliki 3.20 je pogrešek v ustaljenem stanju 
prevelik in tak regulator je neuporaben. Ko se doda predkompenzator, se v bistvu izvede 
množenje matrike enosmernih ojačenj z njenim inverzom, kar pomeni, da so ojačenja 
direktnih vej 1. To pa pomeni, da se pogrešek v ustaljenem stanju zmanjša oziroma ga s tem 
izničimo. To je prikazano na sliki 3.21. Videti je, da je prekompenzator popolnoma izničil 
pogrešek v ustaljenem stanju. S primerno izbiro parameterov q1 in q2 in želenih 
zaprtozančnih polov pa se lahko nastavi tudi želen prehodni pojav pri odzivu.  Parametri 
uporabljeni za odziv na sliki 3.20 in sliki 3.21 so: 
zz_pol1 = -2.8 
zz_pol2 = -18 
zz_pol3 = -17.95 
(3.48) 
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zz_pol4 = -12 
zz_pol5 = -11.9 
zz_pol6 = -15 
zz_pol7 = -4.8 
zz_pol8 = -13 
 
q1 = 1.5; 
q2 = 0.5; 
 
Slika 3.20: Odziv modela reguliranega z regulatorjem stanj 
 
Slika 3.21: Odziv modela reguliranega z regulatorjem stanj in s predkompenzatojem 
 
Če primerjamo pole odprtozančnega sistema, ki so predstavljeni v poglavju 2.3.5 Poli 
sistemov, lahko opazimo, da se je zaprtozančni sistem malo pohitril, saj so se njegovi poli 
premaknili v levo. Povezava na prvi izhod, v tem primeru vpadni kot, je trikrat močnejša kot 
povezava na drugi izhod,v tem primeru zasuk. To je določeno s parametroma q1 in q2.  
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Za test nastavljenega regulatorja stanj je bilo uporabljenih več različnih referenčnih signalov 
za vpadni kot in zasuk. En izmed njih je prikazan na sliki 3.22. Videti je, da se odziv modela 
(zelena barva), zelo hitro približa nastavljeni referenci in jo potem tudi sledi. Na sliki 3.23 je 
prikazano, kako vpliva sprememba zasuka na vpadni kot, katerega referenca se ne spreminja. 
Opaziti je, da sprememba zasuka vpliva tudi na spremembo vpadnega kota, saj dobimo 
majhno motnjo pri odzivu zasuka točno ob času (20 s), ko nastopi sprememba reference 
zasuka.  
 
 
Slika 3.22: Odziv modela reguliranega z regulatorjem stanj in s predkompenzatorjem na 
stopničasto spremembo zasuka 
 
Podobno se lahko opazi tudi, da v primeru nastopa stopničaste spremembe reference 
vpadnega kota, dobi zasuk motnjo točno ob tem času ko nastane sprememba reference pri 
vpadnem kotu (20 s). To se lahko vidi na sliki 3.23.   
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Slika 3.23: Odziv modela reguliranega z regulatorjem stanj in s predkompenzatorjem na 
stopničasto spremembo vpadnega kota 
 
Tudi če, se spremenita referenci vpadnega kota in zasuka ob različnih časih se pojavi motnja 
pri obeh odzivih. To prikazuje slika 3.24, kjer je videti, da sprememba reference zasuka 
vpliva na odziv vpadnega kota, saj dobimo ob istem času kot nastopi sprememba reference 
(20 s) motnjo na odzivu vpadnega kota. Prikazano je tudi, da sprememba reference vpadnega 
kota vpliva na odziv zasuka, saj je videti majhno motnjo na odzivu zasuka točno ob času ko se 
spremeni referenca vpadnega kota (25 s).  
 
 
Slika 3.24: Odziv modela reguliranega z regulatorjem stanj in s predkompenzatorjem na 
spremembo obeh referenc ob različnih časih 
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Na sliki 3.25 se lahko opazi, da odziv zasuka in vpadnega kota nimata nobenega prenihaja. 
Prav tako se lahko opazi, da v ustaljenem stanju sledita referenci, brez pogreška v ustaljenem 
stanju. 
 
 
Slika 3.25: Odziv modela reguliranega z regulatorjem stanj in s predkompenzatorjem ob 
sočasni spremembi referenc 
 
Vplive križnih povezav, opisane na sliki 3.23, sliki 3.24 in sliki 3.25, se da zmanjšati s 
spreminjanjem parametrov q1 in q2. Vendar pa je ob nastavljanju teh parametrov potrebno 
biti pazljiv, saj če se s spremembo popravi vpliv spremembe zasuka na vpadni kot, se 
poslabša vpliv spremembe vpadnega kota na zasuk. Z nastavljanjem teh dveh parametrov 
vplivamo tudi na začetni prenihaj, tako da je potrebno biti pazljiv in opazovati vse možne 
kombinacije, ob spremembi teh dveh parametrov. Parametra q1 in q2 ter izbrani zaprto zančni 
poli, podani na začetku tega poglavja, so že nastavljeni za uporabo na modelu sistema. Pri tem 
so upoštevane vse zgoraj omenjene težave, na katere je potrebno paziti pri nastavljanju. 
 Za izvedbo regulatorja stanj z uporabo observatorja stanj, je potrebno realizirati model v 
Simulinku tako, da se namesto enega bloka za predstavitev zaprto zančnega sistema (prikazan 
na sliki 3.19) uporabi bločno shemo prikazano na sliki 3.26. Na sliki 3.26, je z rdečim 
kvadratom obkrožena izvedba regulatorja stanj,  z modrim pa izvedba observatorja stanj. 
Opaziti je, da se kot vhod v P matriko regulatorja stanj, uporabi ocenjena stanja sistema z 
observatorjem stanj.  
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Slika 3.26: Model regulatorja stanj skupaj z observatorjem stanj 
 
Na sliki 3.27 je izvedena primerjava odziva sistema z uporabo regulatorja stanj z 
observatorjem stanj (modra barva) ter brez uporabe observatorja stanj (zelena barva). Videti 
je, da se odziva z observatorjem stanj in brez njega popolnoma ujemata. To pomeni, da je 
observator stanj načrtan pravilno in da so ocenjena stanja, ki so uporabljena za regulacijo 
enaka oziroma zelo podobna dejanskim stanjem sistema. Če bi bil observator načrtan narobe, 
bi se to lahko izkazalo v izbranih polih observatorja stanj, saj bi morali pole observatorja 
postaviti desno od polov zaprto zančnega sistema samo z regulatorjem stanj. To pa je v 
nasprotju s teorijo, razloženo v poglavju 3.3 Observator stanj. Poli observatorja so postavljeni 
tako, da je observator dvakrat hitrejši kot zaprto zančni sistem samo z regulatorjem stanj.  
 
Slika 3.27: Primerjava odzivov pri uporabi regulatorja stanj z observatorjem stanj in brez 
observatorja stanj 
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3.4.2 Realna naprava 
Na sliki 3.28 opazimo, da je odziv realne naprave, pri enakih zaprtozančnih polih in izbranima 
q1 in q2, kot pri testiranju na modelu sistema, kar precej različen od odziva modela. To se 
odraža predvsem pri odzivu vpadnega kota, ki ni nikoli dosegel nastavljene vrednosti, 
medtem ko je bil odziv zasukaza dovoljivo blizu nastavljene vrednosti. Opaziti je tudi, da je 
odziv zelo nihajoč, pri čemer je tudi regulirni signal za vpadni kot in zasuk velikokrat izven 
meja, ki so podane v poglavju 2.3.6 Spremljanje odziva v delovni točki. Zato bo potrebno še 
enkrat nastaviti regulator stanj samo na realni napravi.      
 
 
Slika 3.28: Odziv realne naprave z zaprto zančnimi poli enakimi kot na modelu 
 
Smiselno je preveriti tudi kakšen vpliv ima hitrost observatorja na pošumljenost 
regulacijskega signala in s tem tudi odziva. Predvidevamo lahko, da bo le-ta bolj pošumljen, 
če bo observator hitrejši. Na sliki 3.29, lahko opazimo, da se odziv popolnoma spremeni, če 
spremenimo lego polov observatorja tako, da je le 1.1 krat hitrejši od zaprtozančnega sistema 
ob uporabi regulatorja stanj. Uporabljeni parametri za regulator stanj so ostali nespremenjeni. 
Opazi se, da se je s tem ko smo zmanjšali hitrost observatorja, za odziv kota zasuka pojavil 
večji pogrešek v ustaljenem stanju. Pri odzivu vpadnega kota je opaziti, da se le-ta spreminja 
veliko manj. Če bi opazovali še regulirni signal za vpadni kot in zasuk, bi videli, da so se 
amplitude regulirnega signala zmanjšale, kar se opazi tudi na sliki 3.29, saj so amplitude 
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šumov na odzivih, v primerjavi s tistimi na sliki 3.28, manjše. Spremembe v odzivu in 
pošumljenosti odziva so pričakovane, saj z dodanim in spremenjenim observatorjem stanj 
spremenimo obnašanje zaprtozančnega sistema.   
 
 
Slika 3.29: Odziv realne naprave s počasnejšim observatorjem stanj 
 
S tem ko smo upočasnili observator stanj nismo izgubili veliko na natančnosti ocenjenih stanj 
in izhodov z observatorjem stanj. To lahko ugotovimo na sliki 3.30, kjer se lepo vidi, da ni 
velikih odstopanj pri oceni izhoda pri uporabi observatorja stanj, saj pride do odstopanja med 
ocenjenim in izmerjenim izhodom le med prehodnim pojavom. Na levi strani slike 3.30 lahko 
vidimo primerjavo za vpadni kot. Modra črta prikazuje ocenjeni izhod, rumena črta merjeni 
izhod. Desna stran na sliki 3.30 primerja izmerjeni (vijolična črta) in ocenjeni (rdeča črta) 
izhod za zasuk. Stopničaste spremembe so vidne zato, ker je toliko povečan prikaz, da se vidi 
malenkostna razlika med ocenjenima in merjenima izhodoma.    
  
Slika 3.30:  Primerjava ocenjenega izhoda z observatorjem in merjenega izhoda  
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Glede na opažanja je smiselno, da pustimo observator stanj 1.1 krat hitrejši od zaprtozančnega 
sistema, saj je na tak način lažje načrtati regulator stanj, hkrati pa je le-ta manj občutljiv na 
šum. Preverimo še kako na odziv vpliva sprememba parametrov regulatorja stanj. 
Najprej bomo spreminjali parametra q1 in q2 ter opazovali njun vpliv. Pričakovati je, da se bo 
pogrešek v ustaljenem stanju spreminjal s spreminjanjem teh dveh parametrov. Glede na to, 
da parameter q1 pomeni moč povezanosti na prvi izhod in q2 pomeni moč povezanosti na 
drugi izhod, bomo za začetek q1 nekoliko zmanjšali, q2 pa nekoliko povečali. Na sliki 3.31 se 
domneva potrdi, saj smo dobili prikazan odziv na sliki, pri nastavitvah: 
 
q1 = 0.9  
q2 = 0.65 
(3.49) 
 
 
Slika 3.31: Odziv realne naprave pri spremenjenih q1 in q2 parametrih regulatorja stanj 
 
Vidimo, da smo samo z nastavitvami teh dveh parametrov izničili pogrešek v ustaljenem 
stanju za vpadni kot, ostal pa je pogrešek v ustaljenem stanju za kot zasuka, saj samo z 
nastavljanjem q1 in q2 obeh pogreškov ne bomo mogli odpraviti. Opaziti je tudi, da so odzivi 
manj nihajoči, saj oba odziva (zasuk in vpadni kot) skorajda nista pošumljena. Če bi pogledali 
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regulirni signal za glavni in repni motor, bi ugotovili, da so njune amplitude veliko manjše kot 
na začetku, nižja pa je tudi njihova  frekvenca. 
Da bi odpravili pogrešek v ustaljenem stanju pri odzivu zasuka, smo začeli spreminjati še lege 
zaprtozančnih polov. Ob spreminjanju lege polov smo opazili, da je potrebno zaprtozančni 
sistem nekoliko pohitriti, da bi s tem čim bolj izničili pogrešek v ustaljenem stanju pri kotu 
zasuka. Če smo premikali pole, ki so v s-ravnini bolj levo, je sistem zelo hitro postal zelo 
nemiren. Zato smo nekoliko premaknili pole, ki so bili postavljeni bolj desno v s-ravnini in s 
tem dobili boljši odziv, vendar pa lahko na sliki 3.32 spodaj opazimo, da še vedno nismo 
povsem izničili pogreška v ustaljenem stanju. S premikanjem polov v levo  smo izdatneje 
pošumili odziv, saj je bolj pošumljen tudi regulirni signal. Slika 3.32 prikazuje odziv sistema 
pri naslednjih želenih zaprto zančnih polih: 
 
zz_pol1 = -5.5      
zz_pol2 = -18 
zz_pol3 = -17.95 
zz_pol4 = -12 
zz_pol5 = -11.9 
zz_pol6 = -15 
zz_pol7 = -5.2 
zz_pol8 = -13 
 
(3.50) 
 
Slika 3.32: Odziv realne naprave pri premaknjenih zaprtozančnih polih 
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Opazimo lahko, da odziv za vpadni kot dobro sledi referenčnemu signalu, odziv za kot zasuka 
pa ima pogrešek v ustaljenem stanju. Težavo smo skušali odpraviti s spremenjenimi parametri 
predkompenzatorske matrike, vendar nam odziva za vpadni kot, tudi pri različnih vrednostih 
parametrov le-te, ni uspelo izboljšati. Glede na to, da na modelu sistema deluje regulator stanj 
v redu, lahko sklepamo da je razlika med modelom sistema in realimn sistemom prevelika, da 
bi na modelu načrtana regulator stanj ter opazovalnik stanj, lahko uspešno uporabljali za 
vodenje realne naprave.        
Iz vsega omenjenega se mora tako načrtan regulator stanj uporabljati za regulacijo realne 
naprave helikopterja v določenem območju, kjer deluje zadovoljivo.  
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4 Izdelava spletnega vmesnika 
 
Spletni vmesnik omogoča lažje testiranje načrtanih regulacijskih struktur na realni napravi. 
Uporabniku omogoča oddaljen dostop, kar pomeni, da lahko izvaja poskuse na napravi od 
doma, a še vedno dobiva povratne podatke o stanju naprave v realnem času. Zasnova 
spletnega vmesnika podpira tudi hkraten dostop večih uporabnikov, kar pomeni bolj 
učinkovito uporabo same naprave in večjo fleksibilnost pri delu, saj uporabnikom ni potrebno 
čakati, da se naprava tudi fizično sprosti. Spletni vmesnik predstavlja osnovo za izgradnjo 
virtualnega laboratorija, saj lahko z minimalnimi spremembami podpornih funkcij, isto okolje 
uporabimo za dostop do različnih modelov ter realnih naprav. V trenutni različici sistema, le-
ta omogoča nastavitve PID regulatorjev in regulatorja stanj ter uporabniško definicijo 
referenčnih signalov, z manjšimi modifikacijami pa je možno sistem razširiti na poljubne 
regulacijske strukture. Za prilagoditev vmesnika na druge modele ali naprave  je potrebno v 
sistem dodati primerno simulacijsko shemo, ki vsebuje bodisi model v okolju Simulink bodisi 
komunikacijski blok, ki skrbi za dostop do realnih naprav. Za ta namen bi morali uporabiti v 
poglavju 4.2 opisano S-funkcijo in zamenjati dejanske klice simulacijske datoteke v .m 
datoteki. Nazadnje je potrebno definirati še nov sistem v matlabovi .m datoteki, ki je 
pripravljena za definicijo sistema v prostoru stanj. Vidimo, da je uporabniški vmesnik 
zasnovan tako, da so spremembe vezane samo na del, kjer je definiran sistem, realno-časovna 
vizualizacija in z njo povezane spremembe pa niso potrebne.  
V osnovi je za izvedbo spletnega vmesnika potreben računalnik na katerem tečeta strežnik in 
podatkovna baza, kjer so zbrani vsi podatki, ki so potrebni za pravilno delovanje sistema. Le-
teh je veliko, zato je bilo potrebno najprej izbrati ustrezne komponente s katerimi se bo 
vmesnik izvedel.  
 
4.1 Izbira ustrezne programske opreme 
 
Pred dejansko implementacijo uporabniškega vmesnika, je bilo najprej potrebno določiti ali 
bomo podatke zapisovali v bazo ali jih bomo zbirali v .txt datoteko. Oba načina načeloma 
omogočata enako funkcionalnost ter sta z vidika uporabnika enaka. Glede na prednosti in 
slabosti obeh pristopov, se odločimo za podatkovno bazo, saj je bolj fleksibilna, v njej lahko 
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hranimo podatke dlje časa, hkrati pa imamo že vnaprej definirane ukaze s katerimi hitro in 
učinkovito zapisujemo ali beremo podatke v bazi. Uporabljena podatkovna baza je MariaDB, 
saj je po dostopnih specifikacijah dovolj hitra in uporablja iste ukaze kot podatkovna baza 
MySQL[9]. Po izbiri primerne podatkovne baze, smo izbrali še ustrezen strežnik, in sicer 
Apache web server. Tako spletni strežnik, kot tudi podatkovna baza sta del paketa XAMPP, ki 
vsebuje vse potrebne komponente za gostovanje internetne strani. Poleg že omenjenega 
Apache strežnika in MariaDB podatkovne baze, vsebuje še programske jezike PHP in Perl 
[10]. Programski jezik PHP smo uporabili za izdelavo datotek, ki se uporabljajo na strani 
strežnika, da z njimi obdelujemo podatke [11] (branje podatkov o napravi iz baze, vnos 
ukazov napravi, čakalna vrsta, itd.). Na strani uporabnika sta uporabljena programska jezika 
JavaScript in jQuery, ki omogočata komunikacijo s sistemom in prikaz delovanja naprave 
brez osveževanja spletne strani.  
Celoten sistem deluje kot celota, tako da sistem preko vmesnika PoKeys prebere signale iz 
senzorjev in jih preko USB vodila in preko bloka CE150 helicopter pošlje v okolje Simulink 
in posledično tudi v okolje Matlab. Matlab potrebne signale vzorči s pomočjo s-funkcije in jih 
zapiše v podatkovno bazo. Bolj podroben opis delovanja s-funkcije je podan v poglavju 4.2. 
Podatke, ki jih v podatkovno bazo zapisuje Matlab, strežnik prebere s PHP ukazi in prikaže 
uporabniku. Zgradba in možne smeri poteka podatkov so  prikazane na sliki 4.1, ki ponazarja 
vse relacije med posameznimi komponentami sistema. 
 
Prenosni računalnik
SQL strežnik
Apache strežnik
Matlab Simulink 
M
ar
ia
D
B
Modelna naprava 
Helikopter 
CE150
Uporabnik
PoKeys 
USB ToWorkspace
FromWorkspace
DataInsert
Select
PHP
jQuery
Slika 4.1: Relacije med posameznimi komponentami sistema 
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4.1.1 Konfiguracija strežnika    
Strežnik se skonfigurira v .txt datoteki imenovani httdp.conf. Predno začnemo strežnik 
uporabljati je potrebno nastaviti, preko katerih vrat se strežnik povezuje. Na začetku je 
vrednost nastavljena na 80. Pri nastavitvah vrat je potrebno paziti, da so vrata, katere 
izberemo prosta, saj drugače strežnik javi napako, da se ne more povezati. Po nastavitvi, 
lahko preko vmesnika XAMPP zaženemo strežnik in podatkovno bazo. Če so vse nastavitve 
pravilne, sistem prikaže stanje v vmesniku XAMPP enako kot na sliki 4.2. Vidimo lahko, da 
so vrata preko katerega deluje strežnik nastavljena na 88. Zaradi tega je potrebno pri 
naslavljanju strežnika v naslovno vrstico brskalnika vpisati: 127.0.0.1:88, kjer za dvopičjem 
povemo katera vrata uporablja strežnik. 
 
 
Slika 4.2: Pregled statusa apache strežnika 
 
Da omogočimo dostop do baze, je potrebno na sistem namestiti še ustrezen ODBC (Open 
Database Connectivity) gonilnik. Ta deluje kot nekakšen prevajalnik med bazo in programom, 
ki želi komunicirati z njo. Vsaka podatkovna baza ima svoj ODBC gonilnik, zato so 
nastavitve med njimi različne. V našem primeru je bilo potrebno gonilnik nastaviti v skladu s 
podatkovno bazo MariaDB. [12]  
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4.2 Pisanje/branje podatkov iz/v podatkovno bazo preko Matlaba 
Ker je celotna simulacijska shema, vključno z regulatorji in komunikacijskim blokom 
PoKeys, realizirana v Matlabu, je potrebno podatke, ki jih preberemo s senzorji preko 
Simulink bloka CE150helicopter ter ukaze, ki jih dobimo iz spletnega vmesnika, poslati oz. 
prebrati iz podatkovne baze. Podatki se zajemajo in vzorčijo s pomočjo S-funkcije vsake 0.5 
sekunde in se pošiljajo v podatkovno bazo. V primeru krajše periodo pošiljanja to vpliva na 
rezultate regulacije, saj samo pošiljanje podatkov v bazo traja približno 0.1 sekunde, kar  je 
dokaj dolga doba za proces, ki ga reguliramo. Pošiljanje podatkov je izvedeno z ukazom 
datainsert. Da se ukaz uspešno izvede moramo pred tem odpreti povezavo na strežnik z 
ukazom database, kateremu kot vhodne parametre nastavimo ime ODBC gonilnika, 
uporabniško ime in geslo.  
 
4.2.1 S-funkcija uporabljena za pošiljanje podatkov 
Z uporabo s-funkcij lahko definiramo svoj algoritem, ki je uporabljen v okolju Simulink za 
sprotno pridobivanje podatkov. Vrnjena vrednost oz. izhod funkcije je odvisen od vrednosti 
spremenljivke flag, ki pove, kateri korak S-funkcije se bo izvajal. Tabela 4.1 prikazuje 
vrednost spremenljivke flag in korak (funkcijo), katera se ob tej vrednosti izvede.  
 
Flag funkcija 
0 mdlInitializeSizes 
1 mdlDerivatives 
2 mdlUpdate 
3 mdlOutputs 
4 mdlGetTimeOfNextVarHit 
9 mdlTerminate 
Tabela 4.1: Vrednosti spremenljivke flag in funkcije, ki se izvedejo ob tej vrednosti 
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Vidimo, da se ob vrednosti 0 izvede inicializacija (mdlInitializeSizes), pri kateri se nastavi 
število vhodov, izhodov, …. Za naš primer smo izbrali 2 vhoda, saj imamo dva odčitka iz 
senzorjev (zasuk, vpadni kot), katera moramo poslati v podatkovno bazo. Nastavitve S-
funkcije so predstavljene v tabeli 4.2. 
 
 Vrednost 
sizes.NumContStates   0 
sizes.NumDiscStates   0 
sizes. NumOutputs      0 
sizes. NumInputs       2 
sizes.DirFeedthrough 0 
sizes.NumSampleTimes 1 
Tabela 4.2: Nastavitve za uporabljeno s-funkcijo 
 
Iz tabele 4.1 lahko vidimo, da je naslednja vrednost flag spremenljivke 1. V tem primeru se 
izvede funkcija mdlDerivatives, ki vrne odvode stanj vhodov v določenem trenutku. Pri 
izvedbi naše s-funkcije ta funkcija nima pomena, saj ne iščemo odvodov spremenljivk, prav 
tako pa ne potrebujemo funkcije mdlOutputs, katera se izvede, ko je vrednost spremenljivke 
flag  enaka 3, niti funkcije mdlGetTimeOfNextVarHit, saj bi bilo za to v inicializaciji 
potrebno nastaviti čas vzorčenja kot [-2, 0]. Najpomembnejša funkcija v sklopu s-funkcije za 
pošiljanje podatkov v podatkovno bazo je funkcija mdlUpdate, saj je v njej izvedena celotna 
logika glede pošiljanja podatkov. Povezavo do podatkovne baze odpremo preden se začne 
izvajati simulacija, s čimer pridobimo na času. V primeru, da bi povezavo odpirali v funkciji 
mdlUpdate, bi s tem še povečali čas izvajanja pošiljanja podatkov. Povezavo na podatkovno 
bazo odpremo z ukazom database, kateremu kot vhodne parametre podamo ime primernega 
ODBC gonilnika ter uporabniško ime in geslo strežnika na katerem je postavljena podatkovna 
baza. V funkciji mdlUpdate v podatkovno bazo zapišemo podatke z ukazom datainsert, 
kateremu kot vhodne parametre podamo povezavo, katero smo predhodno definirali, ime 
tabele v katero hočemo zapisati podatke, ime stolpcev, ki jih želimo zapisati in pa vrednosti, 
pridobljene iz senzorjev preko Simulinkovega modela naprave z uporabo s-funkcije. Funkcija 
mdlUpdate ima zelo veliko frekvenco izvajanja, zato je v njej dodan čas vzorčenja oz. 
zapisovanja v podatkovno bazo, ki je nastavljen na 0.5 s. Zapisovanje podatkov se izvaja 
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skozi celotno izvajanje simulacije. Ko se simulacija konča, se izvede funkcija mdlTerminate, 
v kateri se zapre povezava do podatkovne baze z ukazom close. 
 
4.3 Uporabljene tabele v podatkovni bazi 
V podatkovni bazi je definiranih šest tabel, ki so potrebne za shranjevanje podatkov in 
nemoten dostop do njih, ko je to potrebno. V nadaljevanju je podan kratek opis posameznih 
tabel ter njihova funkcionalnost. 
 
4.3.1 Tabela RefSignal 
V tej tabeli so shranjeni podatki o želenem referenčnem signalu, ki jih uporabnik vpiše preko 
brskalnika.  
Stolpec Opis 
ID Ko se zgodi nov vpis se samodejno poveča 
TimeStamp Ko se zgodi nov vpis se zapiše ura dogodka 
x1Az Vnesena vrednost za čas 1. točke za zasuk 
x1Pitch Vnesena vrednost za čas 1. točke za vpadni 
kot 
y1Az Vnesena vrednost za kot 1. točke za zasuk 
y1Pitch Vnesena vrednost za kot 1. točke za vpadni 
kot 
x2Az Vnesena vrednost za čas 2. točke za zasuk 
x2Pitch Vnesena vrednost za čas 2. točke za vpadni 
kot 
y2Az Vnesena vrednost za kot 2. točke za zasuk 
y2Pitch Vnesena vrednost za kot 2. točke za vpadni 
kot 
x3Az Vnesena vrednost za čas 3. točke za zasuk 
x3Pitch Vnesena vrednost za čas 3. točke za vpadni 
kot 
y3Az Vnesena vrednost za kot 3. točke za zasuk 
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y3Pitch Vnesena vrednost za kot 3. točke za vpadni 
kot 
x4Az Vnesena vrednost za čas 4. točke za zasuk 
x4Pitch Vnesena vrednost za čas 4. točke za vpadni 
kot 
y4Az Vnesena vrednost za kot 4. točke za zasuk 
y4Pitch Vnesena vrednost za kot 4. točke za vpadni 
kot 
x5Az Vnesena vrednost za čas 5. točke za zasuk 
x5Pitch Vnesena vrednost za čas 5. točke za vpadni 
kot 
y5Az Vnesena vrednost za kot 5. točke za zasuk 
y5Pitch Vnesena vrednost za kot 5. točke za vpadni 
kot 
Tabela 4.3: Parametri v tabeli RefSignal v podatkovni bazi 
 
4.3.2 Tabela PIDLoop1 
V tej tabeli so shranjeni podatki, ki jih uporabnik vpiše, ko želi izvajati poizkuse s PID 
regulatorjem.   
Stolpec Opis 
ID Ko se zgodi nov vpis se samodejno poveča 
TimeStamp Ko se zgodi nov vpis se zapiše ura dogodka 
D1 Vnesena vrednost D člena za regulator 
vpadnega kota 
D2 Vnesena vrednost D člena za regulator 
zasuka 
D3 Vnesena vrednost D člena za regulator križne 
povezave 
Gain1 Vnesena vrednost ojačenja za odpravljanje 
križne povezave  
Gain2 Vnesena vrednost ojačenja za odpravljanje 
križne povezave 
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I1 Vnesena vrednost I člena za regulator 
vpadnega kota 
I2 Vnesena vrednost I člena za regulator zasuka 
I3 Vnesena vrednost I člena za regulator križne 
povezave 
P1 Vnesena vrednost P člena za regulator 
vpadnega kota 
P2 Vnesena vrednost P člena za regulator zasuka 
P3 Vnesena vrednost P člena za regulator križne 
povezave 
N1 Vnesena vrednost N za regulator vpadnega 
kota 
N2 Vnesena vrednost N za regulator zasuka 
N3 Vnesena vrednost N za regulator križne 
povezave 
Mode Izbira simulacijskega načina: 
1 – regulatorja na vhodih v sistem in 
odpravljanje križne povezave z gain1 
2 – regulatorja na vhodih v sistem 
3 –   regulatorja na vhodih v sistem in 
odpravljanje obeh križnih povezav 
4 –   regulatorja na vhodih v sistem in 
odpravljanje križne povezave s PID 
regulatorjem 
 
Tabela 4.4: Parametri v tabeli PIDLoop1 v podatkovni bazi 
 
4.3.3 Tabela StateReg 
V tej tabeli so shranjeni podatki, ki jih uporabnik vpiše, ko želi izvajati poizkuse z 
regulatorjem stanj. 
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Stolpec Opis 
ID Ko se zgodi nov vpis se samodejno poveča 
TimeStamp Ko se zgodi nov vpis se zapiše ura dogodka 
ZZPol1 Vnesena vrednost zaprto zančnega pola 
ZZPol2 Vnesena vrednost zaprto zančnega pola 
ZZPol3 Vnesena vrednost zaprto zančnega pola 
ZZPol4 Vnesena vrednost zaprto zančnega pola 
ZZPol5 Vnesena vrednost zaprto zančnega pola 
ZZPol6 Vnesena vrednost zaprto zančnega pola 
ZZPol7 Vnesena vrednost zaprto zančnega pola 
ZZPol8 Vnesena vrednost zaprto zančnega pola 
q1 Vnesena vrednost parametra q1 
q2 Vnesena vrednost parametra q2 
Tabela 4.5: Parametri v tabeli StateReg v podatkovni bazi 
 
4.3.4 Tabela StatusTable 
V tej tabeli se shranjujejo podatki o statusu izvajanja Matlaba. Ta tabela je zelo pomembna, 
saj se glede na vrednost stolpca MatlabStatus določi ali se bo izvajanje Matlaba začelo, ali pa 
se bo zgodil zapis v tabelo UserBuffer. Kot lahko vidimo iz tabele 4.6, se Matlab zažene v 
primeru, ko je MatlabStatus enak 0, v vseh drugih primerih pa se zgodi zapis v tabelo 
UserBuffer.  
Stolpec Opis 
ID Ko se zgodi nov vpis se samodejno poveča 
TimeStamp Ko se zgodi nov vpis se zapiše ura dogodka 
MatlabStatus Status izvajanja Matlaba: 
0 – Matlab se ne izvaja 
1 – Matlab se je zagnal 
2 – začni risanje grafa 
3 – končaj risanje grafa 
Tabela 4.6: Parametri v tabeli StatusTable v podatkovni bazi 
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4.3.5 Tabela UserBuffer 
V to tabelo se zapišejo podatki, če je Matlab ob začetku poizkusa že v delovanju. Zapišejo se 
podatki, ki so potrebni za izvedbo pravilnega poizkusa v primeru delovanja Matlaba. Zapiše 
se ID iz tabele, kjer je bila narejena zahteva - stolpec imenovan IDRoot. To je lahko za 
referenčni signal (tabela RefSignal), PID regulacijo (tabela PIDLoop1) ali pa za regulator 
stanj (tabela StateReg).    
 
Stolpec Opis 
ID Ko se zgodi nov vpis se samodejno poveča 
TimeStamp Ko se zgodi nov vpis se zapiše ura dogodka 
ExecStatus Status izvajanja: 
1 – poskus še ni bil izveden 
2 – poskus izveden 
IDRoot ID prepisan iz tabele, kjer je zahtevan poskus  
UserFrom Indikator zahteve poskusa: 
1 – referenčni signal 
2 – PID regulacija 
3 – Regulator stanj 
Tabela 4.7: Parametri v tabeli UserBuffer v podatkovni bazi 
 
4.3.6 Tabela SensorReadings 
V tej tabeli so zapisani podatki, ki jih zajema s-funkcija opisana v poglavju 4.2.1 S-funkcija 
uporabljena za pošiljanje podatkov. V tabelo Matlab preko omenjene s-funkcije zapisuje 
podatke, PHP oz. vizualizacijski del pa podatke iz nje bere in jih prikazuje. 
Stolpec Opis 
ID Ko se zgodi nov vpis se samodejno poveča 
TimeStamp Ko se zgodi nov vpis se zapiše ura dogodka 
Azimuth Prebrana vrednost senzorja za zasuk 
Pitch Prebrana vrednost senzorja za vpadni kot 
Tabela 4.8: Parametri v tabeli SensorReadings v podatkovni bazi 
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4.4 Delovanje aplikacije za vizualizacijo   
Vizualizacija delovanja naprave je zasnovana tako, da lahko uporabnik izvede vse teste, ki so 
bili predstavljeni v prejšnjih poglavjih.  
 
4.4.1 Začetno okno in definicija referenčnega signala 
Slika 4.3 prikazuje začetno stanje, ki se vzpostavi ob prvem nalaganju strani.  
 
 
Slika 4.3: Stanje ob prvem nalaganju strani 
 
Iz slike 4.3 vidimo, da ima uporabnik na razpolago gumb <Izberi sistem>, s katerim izbere ali 
se bodo poizkuse izvajali na realni napravi ali na modelu sistema. Uporabnikov izbor se izpiše 
v glavi strani, kjer na začetku piše »Izberi sistem«. Ko uporabnik izbere sistem za izvajanje 
poskusov, se prikažeta še dva gumba in sicer <PID regulacija> in <Regulator stanj>, kar 
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prikazuje slika 4.4. Preden uporabnik izbere sistem lahko definira referenčni signal s 
pritiskom na gumb <Ref. signal>. Ob tem se mu prikaže okno, ki je prikazano na sliki 4.4. 
  
 
Slika 4.4: Definiranje in izris referenčnega signala 
 
Za definiranje referenčnega signala mora uporabnik najprej definirati časovne intervale, kateri 
se vnašajo v sekundah (v stolpec x) terpripadajoče vrednosti kota, ki se ga vnaša v radianih (v 
stolpec y). S pritiskom na gumb <Ref.Sginal> pod vnosnimi okni se izriše graf želenega 
referenčnega signala, vsi podatki pa se zapišejo v tabelo RefSignal. Če zadnja vrednost časa 
(x stolpec) za vpadni kot in zasuk nista enaka, se vzame za simulacijski čas vrednost, ki je 
večja. Referenčni signal, ki bo uporabljen za poskus, je generiran ob začetku enega izmed 
poizkusov, saj se takrat naredi poizvedba v tabeli RefSignal. Določanje referenčnega signala 
se lahko preskoči, vendar pa bo v tem primeru uporabljen signal za regulacijo uporabniku 
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neznan, saj se uporabi nazadnje definiran referenčni signal. To pomeni, da bo za izvedbo 
poizkusa uporabljena zadnja vrstica v tabeli RefSignal. 
 
4.4.2 PID regulacija, nastavljanje parametrov in izris odziva  
Ko uporabnik sestavi referenčni signal in izbere sistem na katerem bo izvajal poizkuse, lahko 
s pritiskom na gumb <PID regulacija> odpre okno za nastavljanje parametrov PID 
regulatorja. Najprej se prikaže vnosno okno za parameter PID mode, ki pove kateri 
simulacijski način bo uporabljen. Uporabnik lahko ta parameter nastavi na vrednosti med 1 in 
4. Pomen vsake vrednosti je predstavljen v tabeli 4.4. Če uporabnik vnese napačno številko 
mu sistem napiše opozorilo »V polje PID mode vnesi število med 1 in 4«, kar prikazuje tudi 
slika 4.5. 
 
 
Slika 4.5:  Parameter PID mode izven meja opozorilo 
 
Ko je parameter izbran, lahko uporabnik pritisne gumb <Izberi>, ki prikaže nabor parametrov. 
Kateri nabor parametrov bo prikazan je odvisno od izbire parametra PID mode, saj le ta 
določa katera vezava PID regulatorjev in ojačenj bo uporabljena. Ko je nabor parametrov 
določen je potrebno določiti še parametre, s katerimi se bo izvedel poizkus. Po končani izbiri 
lahko uporabnik pritisne gumb <Start>. S tem se prične izvajati poskus, vrednosti zasuka in 
vpadnega kota pa se uporabniku izrisujejo v realnem času. Na sliki 4.6 je prikazan vnos 
parametrov PID regulatorja in ustrezen odziv naprave po končani simulaciji. V posameznih 
primerih se lahko zgodi, da se končni čas simulacije prikazan na grafu nekoliko razlikuje od 
dejanskega simulacijskega časa.  
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Slika 4.6: Vnos parametrov in odziv pri PID regulaciji 
 
4.4.3 Regulator stanj, nastavljanje parametrov in izris odziva 
Ko uporabnik definira referenčni signal in izbere sistem na katerem se bodo izvajali poizkusi, 
lahko kot drugo možnost izbere tudi zaprtozančno vodenje z uporabo regulatorja stanj. Ob 
pritisku na gumb <Regulator stanj> se prikaže nabor parametrov, katere se lahko nastavlja za 
določitev le-tega. Uporabnik ima možnost nastavljanja lege zaprto zančnih polov, katerih je 
za ta sistem osem in pa parametra q1 in q2. S pritiskom na gumb <Start> se začne izvajanje 
poizkusa in izrisovanje grafa v realnem času. Na sliki 4.7 je prikazan vnos parametrov za 
nastavitev regulatorja stanj in pripadajoč odziv realnega sistema. Na sliki je videti, da je 
interval, na katerem je viden signal iz senzorjev realne naprave, dolg 7 sekund. 
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Slika 4.7: Vnos parametrov in odziv regulatorja stanj 
 
4.4.4 Delovanje in izvedba programa 
Po pritisku na gumb <Start> se najprej izvede prepis vnesenih podatkov in parametrov v 
podatkovno bazo. Če je bil pritisnjen gumb <Start> na sliki za PID regulacijo, se podatki 
zapišejo v tabelo PIDLoop1. Če je bil pritisnjen gumb <Start> na sliki za regulator stanj, pa se 
podatki prepišejo v tabelo StateReg. Za vnos podatkov v pravilno tabelo skrbi .php funkcija. 
Pri prepisu v tabelo PIDLoop1 moramo preveriti tudi PID mode parameter, saj se glede na 
njegovo vrednost vpisuje poizvedba na bazo. Z ukazom $_POST pridobimo podatke, ki so 
vnešeni v obrazec v spremenljivke v .php funkciji in jih nadalje uporabimo v poizvedbi za 
zapis v bazo. Za zapis podatkov preko .php funkcije se uporablja ukaz: INSERT INTO 
imeTabele (Ime_Stolpcev) VALUES (Vrednosti), kjer je potrebno biti pazljiv, da se pravilne 
vrednosti zapišejo v ustrezne stolpce. Pred tem se v tabeli postavi bit za onemogočanje 
<Start> gumba. S tem preprečimo nenadzorovano zapisovanje v podatkovno bazo, v primeru, 
da uporabnik na isti instanci brskalnika večkrat pritisne na gumb <Start>. S tem se uporabnika 
tudi opozori, da se je poskus pričel izvajati in da bo preteklo nekaj časa, da se prične izrisovati 
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graf v realnem času, če se izvajajo poizkusi na realni napravi, oziroma, da se graf prikaže po 
končani simulaciji, če pa se izvajajo poizkusi na modelu sistema.  
Ko so vsi podatki zapisani v podatkovno bazo, se izvede .php funkcija za zagon Matlaba. V 
tej funkciji se najprej preveri vrednost parametra MatlabStatus. Če je ta vrednost različna 0 se 
Matlab že izvaja, kar pomeni, da je potrebno izvesti zapis v tabelo UserBuffer. Za pravilen 
zapis, je potrebno najprej preveriti iz kje se je zahteva za start zgodila, kar preverjamo z 
internim parametrom, katerega postavljamo na različne vrednosti ob tem, ko je izveden prepis 
parametrov. Z uporabo tega parametra preberemo zadnji ID iz ustrezne tabele, pri čemer 
izbiramo samo med tabelo PIDLoop1 in pa StateReg, saj sta le-ti neposredno povezani z 
delovanjem Matlaba. S tem smo definirali vse potrebne parametre, katere pošljemo v tabelo 
UserBuffer. Če je vrednost MatlabStatus parametra enaka 0, se izvede start Matlaba in 
ustrezne .m datoteke. Prebere se zadnji ID v tabeli UserBuffer, katerega na koncu 
uporabljamo za preverjanje ali je prišlo do še ene zahteve za zagon Matlaba. Za to se uporabi 
poizvedba z uporabo stavka SELECT.  
Ko se zažene Matlab in ustrezna .m funkcija, se v tej funkciji najprej odpre povezava do 
podatkovne baze. Sledi povpraševanje v ustrezni tabeli, da pridobimo vse potrebne podatke za 
izvedbo poizkusa, ki se izvede na način opisan v poglavju 4.2.1 S-funkcija uporabljena za 
pošiljanje podatkov. Hkrati izvedemo tudi poizvedbo v tabelo RefSignal, v kateri so podatki, 
katere se uporabi za definicijo referenčnega signala. Referenčni signal je v osnovi stopničast 
signal in se ga definira z ukazom timeseries, pri čemer so uporabljeni podatki iz omenjene 
tabele. Ko so vsi potrebni podatki pridobljeni, se pri poizkusu na PID regulaciji začne 
simulacija. Pri poizkusu na regulatorju stanj pa je potrebno najprej izračunati vse potrebne 
parametre, kateri so potrebni za izvedbo simulacije.  
Ko se simulacija prične izvajati, se parameter MatlabStatus postavi na vrednost 2, kar pomeni, 
da se začne graf osveževati. Pošiljanje podatkov iz Matlaba v bazo je izvedeno kot je opisano 
v poglavju 4.2.1 S-funkcija uporabljena za pošiljanje podatkov. Podatke iz baze beremo s 
pomočjo .php in jQuery funkcij. Za prikaz grafa  je uporabljena javascript knjižnica Chart.js, 
katero kličemo v .html funkciji. Omenjena knjižnica vsebuje vse potrebne elemente, da lahko 
izrisujemo graf v realnem času. V ta namen se uporablja ukaz update, ki osveži vse elemente 
grafa. Za izrisovanje in sprotno pridobivanje podatkov iz podatkovne baze je potrebno vsake 
0.5 s klicati .php funkcijo, ki prebere zadnjo vrednost senzorjev, katera je v tabeli 
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SensorReadings in jo preko jQuery ukazov prenese na stran uporabnika in prikaže na grafu. 
Ob koncu simulacije se prikaže graf skozi celoten časovni interval. Za prikazovanje grafa ob 
izvajanju poizkusa na modelu naprave je postopek izrisa grafa malo drugačen, saj se le-ta 
izriše samo, ko je  simulacija končana. Med samim izvajanjem simulacije se v Matlabu 
shranjujejo podatki v spremenljivke, kar je izvedeno s simulink blokom ToWorkSpace.Po 
končani simulaciji te podatke pošljemo v podatkovno bazo, kjer postanejo dostopni .php 
funkciji, ki jih ob vrednosti MatlabStatus parametra 3 prikaže na grafu. 
Ko se simulacija zaključi, se preveri še ali je med izvajanjem poskusa prišlo še do kakšne 
zahteve. To je izvedeno tako, da se primerja ID v tabeli UserBuffer, ki smo si ga zapomnili ob 
startu in ob koncu simulacije. Če je razlika teh dveh IDjev večja kot 0, to pomeni, da je 
potrebno izvesti še en poizkus. Glede na IDRoot, ki je zapisan ob pritisku na gumb <Start> v 
tabeli UserBuffer, je potrebno narediti povpraševanje v tabelo, ki se jo določi glede na 
parameter UserFrom. S tem smo dobili podatke iz ustrezne tabele na odmiku IDRoot in jih 
zapisali v isto tabelo še enkrat na zadnje mesto, saj .m funkcijapobira podatke samo iz zadnje 
vrstice. Na koncu se zažene Matlab z ustrezno .m funkcijo. Sledi izvajanje po enakem 
zaporedju, kot je opisano zgoraj. Ko se simulacija konča, se Matlab zapre z ukazom taskkill.  
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5 Zaključek 
Cilj diplomskega dela je bil izbor ustreznejšega modela naprave, načrtovanje ustreznega 
regulatorja in izvedba vizualizacije preko spletnega brskalnika. Razvita je vizualizacija, ki 
podpira širok izbor regulacij, ki so bile predstavljene v diplomskem delu. Predstavljeni so tudi 
rezultati regulacij, ki so zadovoljivi.  
V diplomskem delu je bil najprej prikazan način, kako izbrati najbolj ustrezen sistem, če 
imamo že podane sisteme zapisane v prostoru stanj. Tu smo lahko videli, da se sistema med 
seboj v samih lastnostih ne razlikujeta veliko, saj je bila razlika le v redu sistema, kjer je bil 
red enega sistema višji kot red drugega sistema in pa v legi polov. S tem smo pridobili 
najpomembnejše informacije za določitev ustreznejšega modela sistema. Za dodatne 
informacije smo preverili še odziva obeh sistemov v delovni točki.   
Ko smo izbrali ustrezen model sistema smo začeli z razvijanjem PID regulatorjev. Opaziti je 
bilo, da smo z njimi dobili zadovoljive rezultate. Načrtovanje PID regulatorjev je bilo 
izvedeno s pomočjo Bodejevih diagramov. Lahko smo opazili, da je bilo potrebno te 
parametre, ki smo jih dobili z uporabo Bodejevih diagramov in so dajali ustrezne odzive v 
simulaciji spremeniti, da je bilo delovanje ustrezno tudi na realni napravi. Iz tega lahko 
sklepamo, da se model naprave in realna naprava razlikujeta. Potem smo načrtali tudi 
regulator stanj. Da se je lahko le-ta uporabil tudi na realni napravi smo razvili tudi observator 
stanj. Regulator stanj je zelo dobro sledil spremembi reference, če se je poizkus izvajal s 
pomočjo simulacije. Da smo dobili zadovoljive rezultate je bilo potrebno tudi tu spremeniti 
lego zaprtozančnih polov in vrednosti parametrov q1 in q2 glede na vrednosti med regulacijo 
modela sistema. Kljub temu, da smo spreminjali parametre je ob večjih spremembah 
reference prišlo do kar velikega odstopanja. Do tega je prišlo zato, ker je model sistema razvit 
za eno delovno točko in dobro ter natančno opisuje sistem le okoli te delovne točke. Zato bi 
bilo potrebno, če bi hoteli boljši odziv, še enkrat izvesti modeliranje sistema, s čimer bi 
pridobili boljši model sistema in bi lahko tudi na realni napravi, pri večjih spremembah 
zasuka, odziv zasuka bolje sledil referenci. Kljub temu lahko zaključimo, da smo z 
regulatorjem stanj dobili boljši odziv na modelu sistema, z načrtanimi PID regulatorji pa 
boljši odziv na realni napravi. Iz tega lahko sklepamo tudi, da je za načrtovanje dobrega 
regulatorja stanj in potrebnega opazovalnika stanj, potrebno imeti čim boljši model naprave. 
PID regulatorji pa so bolj robustni in niso tako odvisni od natančnosti modela sistema.  
71 
 
Pri izvedbi vizualizacije sistema je bilo potrebno najprej postaviti strežnik na katerem deluje 
podatkovna baza, ki skrbi za zbiranje podatkov potrebnih za izvedbo vizualizacije preko 
spletnega brskalnika. Nadalje je bila izvedena vizualizacija, katera je bila realizirana z 
uporabo html in css programskega jezika. Da je vse skupaj imelo funkcijo, sta bila na strani 
uporabnika uporabljena programska jezika javascript in jQuery, na strani strežnika pa je bil 
uporabljen programski jezik php. Uporabnik lahko na samem vmesniku izbere sistem na 
katerem bo delal poizkuse. Tu ima na razpolago realni sistem ali pa model sistema. Definira 
lahko tudi referenčni signal, ki je vedno stopničast. Poizkuse pa lahko dela z uporabo PID 
regulatorjev ali pa z uporabo regulatorja stanj. Do vmesnika lahko dostopa več uporabnikov 
hkrati, kar pomeni hitrejšo in lažjo izvedbo poskusov, saj uporabniku ni potrebno čakati in še 
enkrat prožiti poizkusa, saj se le-ta avtomatsko zapiše v podatkovno bazo in je izvršen, ko se 
programsko okolje Matlab sprosti. 
Pri izvedbi projekta je bilo tudi nekaj težav. Največja in tudi prva izmed njih je bila, da 
PoKeys preko katerega je izvedena komunikacija med modelno napravo in okoljem Matlab ne 
deluje na USB 3.0, ampak samo na starejši izvedbi USB 2.0. Zato je bilo potrebno uporabiti 
starejši model računalnika z ustrezno verzijo USB protokola. To je tudi vplivalo na časovno 
periodo zapisa podatkov iz Matlaba na podatkovno bazo, saj bi jo lahko, če bi bil računalnik 
zmogljivejši, ustrezno zmanjšali in s tem pridobili bolj natančen graf na grafičnem vmesniku.    
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