Abstract Existing topological interfaces to volume rendering are limited by their reliance on sophisticated knowledge of topology by the user. We extend previous work by describing topological galleries, an interface for novice users that is based on the design galleries approach. We report three contributions: an interface based on hierarchical thumbnail galleries to display the containment relationships between topologically identifiable features, the use of the pruning hierarchy instead of branch decomposition for contour tree simplification, and drag-and-drop transfer function assignment for individual components. Initial results suggest that this approach suffers from limitations due to rapid drop-off of feature size in the pruning hierarchy. We explore these limitations by providing statistics of feature size as function of depth in the pruning hierarchy of the contour tree.
Introduction
The overall goal of scientific visualisation is to provide useful insight into existing data. As visualisation techniques have become more complex, so have the interfaces for controlling them. In cases where the interface has been simplified, it has often been at the cost of the functionality of the program. Thus, while expert users are capable of using state of the art technology, novice users who would otherwise have uses for this technology are restricted by unintuitive interfaces.
Topology-based volume rendering, while powerful, is difficult to apply successfully. This difficulty is due to the fact that the interface used to design transfer func-tions requires detailed topological knowledge and experience as well as experience in transfer function design. Expanding the utility of this approach therefore requires development of interfaces where topological skill is not required.
This paper introduces an alternative interface for topological visualisation, with the intent of increasing the options for user-friendly interaction with topological abstractions. This goal is achieved by combining existing state-of-the-art work on topological visualisation with the design galleries approach for exploring feature spaces. The resulting approach organises topological features in a file system-style visual hierarchy for display purposes. Within this hierarchy, thumbnail renderings represent individual features, while transfer functions are represented iconically and can be applied to individual features via drag-and-drop.
While this interface is technically successful, it is still limited by scaling issues, as the reduction of individual features to thumbnails makes it difficult for a user to interpret individual features, and some analysis and discussion is therefore provided on the situations in which this style of interface may be successful.
Previous Work
Our interface is based on a simple observation-novice users can be expected to understand that one object may be contained inside another. Thus, by representing the containment relationships implicit in topological analysis, it is possible to construct an interface that is more approachable for novice users than the existing displays of the contour tree itself.
This approach in turn requires indicating the topological features visually to the user-a requirement which leads in the direction of previous work on design galleries, where the space of possible visualisations is shown to the user. Thus, underpinning the contributions in this paper are three distinct areas of previous work: work on design galleries, on direct volume rendering, and on topological visualisation using the contour tree. Of these topics, the one least dependent on the others is volume rendering, and we accordingly discuss it first.
Volume Rendering
Direct volume rendering, one of the standard techniques for visualising scalar datasets, is based on modelling the interaction of light passing through a translucent medium of varying optical properties [18, 13, 15] . This is achieved in practice by defining a transfer function, which defines the optical properties at a given point in space, typically taking one or more data values as input and assigning optical properties accordingly. In general, the inputs may include isovalue [13] , gradient [13] , moments of inertia [20] , boundary information [7] , curvature [11] , or feature scale [5] . The output is more straightforward, and consists of opacity and colour, of which the latter must be chosen carefully [21] to ensure that different objects are distinguishable in the rendering. All of these properties, however, operate globally, and the desire to apply different transfer functions to different regions led to the combination of direct volume rendering with topological analysis based on the contour tree.
Contour Tree
For a given data set, the contour tree tracks contours, i.e., the individual connected components of an isosurface, and traces their evolution as they are created, destroyed or split or merge. Since this information makes it possible to segment data-dependent regions and visualise them with different properties, the use of the contour tree for visualisation has been of increasing importance in the last decade. However, it's use dates back to 1963, when Boyell & Ruston [2] used it as a data structure representing the nesting structure of contours on a topographic map-a characterisation that we rely upon in this work.
While the contour tree served initially as an abstract data visualisation method [1] , subsequent work [3] also showed its utility for constructing a user interface that supports interaction with individual contours of an isosurface. Further work [4, 17] showed that the data needed to be simplified topologically in practice in order to be useful for visualisation. In this work, the contour tree is recursively simplified by identifying unimportant branches and removing them. Where this removal leaves a degree two node in the tree, two edges can then be collapsed to build up longer and longer paths through the tree that represent ever more important features-a process referred to as branch decomposition [17] . As we will see below, however, the branch decomposition is not necessarily ideal for visualisation, and we will discuss an alternate breakdown-the pruning hierarchy.
An alternate approach to visualisation is to combine direct volume rendering with contour tree analysis [8] . This combination was initially achieved by computing the nesting depth of a given contour-i.e., the graph distance in the contour tree from a defined exterior contour-and adding it as extra parameter to transfer function design [19] . However, while this method did assign distinct transfer functions to different regions, any two regions with the same isovalue and nesting depth still shared the same transfer function. This approach was subsequently extended [23] to apply arbitrary transfer functions to individual branches in the branch decomposition. However, assigning transfer functions to branches was performed manually and required the user to be deeply familiar with the contour tree. Zhou and Takatsuka [24] attempted to resolve the user interface problem by assigning transfer functions automatically, again based on nesting depth, but choosing different colours for different branches based on existing work on harmonic colormaps [21] . While this interface was substantially automated, it still required the user to understand the topology in order to choose a suitable rule for opacity distribution throughout the tree.
In summary, then, while topological tools have been established as significant visualisation techniques, their use requires either training in topology, fully automatic methods, or user interfaces that do not require topological knowledge on the part of the end user. This paper seeks to develop one such user interface.
Design Galleries
If we wish to use topology in a user interface, but do not wish to require the user to be familiar with topological analysis, we must develop an interface based on a metaphor with which they are familiar. One way to approach this is to show all the features using an interface, such as design galleries [14] , in which a user can choose from thumbnails of potential visualisations. By doing so, the interface gives the user advance information as to the probable result of parameter choices.
In the case of topological analysis, several interfaces have used variations on the idea of visual result prediction. The Contour Spectrum [1] showed the contour tree to give the user information as to the number of connected components in each contour. The Safari Interface [10] plotted number of connected components for different time steps and isovalues and provided pop-up renderings of isosurfaces as the mouse hovered over the plot. More recently, topological landscapes [22, 9, 16] used a terrain as proxy representation for the contour tree. Related work on topological volume rendering [23] displayed the transfer function directly on the contour tree. Although these topological interfaces exploit the ability to predict the results of a visualisation, none of them shows the result directly. We therefore discuss the conceptual basis for the Topological Galleries interface next.
User Interface
As stated earlier, volume rendering interfaces traditionally have been either very simple to use, but provide only basic functionality, or have been very powerful, but too complex for a non expert user to take advantage of the added functionality. The overall goal of this project was to create an interface that contained all the functionality of these advanced interfaces, but present it so that a user with no concept of topology would be able to understand.
In basing the interface on design galleries, we must first choose how we will select our thumbnails, then decide how they are to be laid out. Detailed choices must then be made about the visual representation and the behaviour of the interface. We have identified three major choices: the representation of the topology, the representation of the transfer functions available, and visual feedback on the transfer function constructed to date.
Topological Representation: We start by observing that the algorithm for simplifying the contour tree naturally induces a hierarchical decomposition of the tree. Since this hierarchy corresponds to merging successively larger features of the underlying data, it is a natural choice to display the features according to this hierarchy, as shown in panel (A) of Figure 1 . We will discuss in Sec. 4 why we chose pruning hierarchy rather than branch decomposition: here, we merely point out that either is possible.
Since the contour tree usually encapsulates the visual nesting hierarchy of features, previous interfaces [8, 19, 24] have already exploited this for transfer function design. However, although this hierarchy was used internally, it was not part of the user interface, except in the form of the nesting depth (an integer). In our interface, we show this hierarchy explicitly, thus revealing to the user the nesting relationships between objects at different levels of detail.
Moreover, the task of presenting a hierarchy is one that has already been used in interfaces, in particular for presenting hierarchy in graphic user interfaces. We therefore exploit the common interface metaphor of collapse triangles, where a small triangle or other icon is shown where more detail exists, with the triangle orientation dependent on whether the details are being shown. Clicking on a collapse triangle then allows expansion or contraction of a subtree, as shown in Figure 2 .
Transfer Function Selection: The second set of choices in the user interface relate not to the topological hierarchy, but to the transfer functions that can be applied to features. In keeping with the desire to keep the interface minimalistic to avoid overloading the user, we limit the transfer functions to six standard types which To assign these standard transfer function types to a particular feature, we have chosen to employ drag-and-drop assignment. For this, the user assigns different types and colours simply by dragging the type or colour from the relevant box in the tool palette in panel (B) (Figure 1 ) to the feature in panel (A). The changed transfer function is then applied immediately in panel (C) to the region represented by the thumbnail.
Visual Feedback: Once the user has assigned transfer functions to individual features, it is desirable to provide the user with visual feedback on the choices made to date. This is accomplished by showing a halo around each feature in the hierarchy, as shown in Figure 1 . This halo is shown in the colour of the transfer function, and could be extended to indicate the type of transfer function as well.
In addition to these decisions, we recognised that the thumbnails in the topological gallery might be difficult to see, and provided pop-up enlargements of thumbnails whenever a user's pointer hovers over a thumbnail. In practice, as we will see below, the small scale of many features in the data prevents this from being as useful as we had wished.
We note that many of the choices made in this interface could be modified: for example, we chose not to propagate transfer functions to children except those belonging to the same branch as the parent in the branch decomposition. Similarly, where no transfer function was assigned explicitly, we chose to apply a standard default transfer function of constant opacity grey. Both of these could easily be varied, but would be unlikely to affect our conclusions that the interface was more limited than we had originally hoped.
Thus, by using simple but meaningful operations, we simplify the operation of the interface so that specialised knowledge is not required to use it. We next turn to the choice of simplification methodology, as this is significant in practice.
Hierarchical Contour Trees
As we have seen in the previous section, the Topological Gallery interface is based on exploiting the hierarchy induced by the simplification process. While the existing work is primarily based on the branch decomposition, this is not necessarily the optimal choice for interface purposes.
To illustrate this point, consider Figure 3 . The upper half of this image shows the branch decomposition of a contour tree for a small data set. As individual leaves are removed, larger branches are built up, with the result that the major branch in this case has three children. For larger contour trees, the number of children may become arbitrarily large, with the result that the first level of children of the major branch may have a branching factor too great to represent conveniently in an interface. For example, the root branch in the fuel dataset from volvis.org has 42 immediate children, while the root branch in the lobster dataset has 2, 598 immediate children.
In addition to this, many of the direct children of a major branch are much smaller than the parent. Thus, representing the branch decompositions tends to result in an interface overloaded with small features at the expense of larger ones.
An additional problem arises in the treatment of the saddles. Each feature is represented by a transfer function highlighting the saddle at which the feature terminates. If the parent feature is not also shown at or near that saddle, it becomes difficult to interpret the relationship between features.
In comparison, the pruning hierarchy addresses both of these problems. First, as shown in the lower half of Figure 3 , when a saddle is removed to create a major branch, this removal effectively splits the tree into three parts: the new branch at the saddle, and the two branches of the parent caused by splitting it at the saddle. Thus, the hierarchy is ternary in this instance, and expands much less rapidly than the branch decomposition. As a side effect, the features added here are strictly in order of importance, resulting in an interface in which fewer small features are shown.
Finally, the pruning hierarchy explicitly represents all branches at each saddle, easing the task of interpreting feature relationships.
However, while the pruning hierarchy is more suitable than the branch decomposition for the purposes of this interface, it is not without its drawbacks, the most Fig. 3 In the upper illustration, we show a small example of the branch decomposition. In the lower illustration, we show the same example as a pruning hierarchy. Note how the branch decomposition leads to a very high branching factor unsuitable for interface purposes, while the pruning hierarchy keeps the branching factor more manageable.
significant of which is the extra memory it consumes. Compared to a tree resulting from the branch decomposition with n branches, the pruning hierarchy will result in 3(n − 1) + 1 branches, and will require correspondingly more memory.
Transfer Function Design
Our goal is to develop a high-level interface that supports transfer function design based on topologically defined features without exposing users to an explicit representation of the contour tree. Since we are hiding the contour tree representation from the user, we also need to hide the explicit transfer function assigned to a branch. If we examine the common goals of a transfer function, certain key concepts arise: suppression of unwanted features, highlighting desired features and display of context are among the most common uses of a transfer function. We also chose these transfer function templates based on a review of related (topology-based) volume rendering work [7, 24] and experience gained from designing transfer functions manually for topology based volume rendering. With this in mind, it no longer becomes necessary for users to create their own transfer function on a per-branch basis. Instead, they can select it from a predefined set of high level operations that can be applied to gallery images and corresponds to a set of pre-defined transfer function templates with adjustable parameters:
Constant Opacity assigns the same opacity to the entire branch and is mostly used to suppress a branch entirely by assigning its opacity to zero.
Linear Ramp assigns a linear ramp of opacity from the extremum value of the branch to the saddle. Ramping up from almost transparent to almost opaque is the default choice for every branch in the interface as it frequently gives a good sense of all the features contained in the branch. In certain situations reversing the ramp will expose features which would otherwise be enclosed inside a larger feature.
Hat Shape assigns a linear ramp up from the saddle to the mid-point of the branch, and back down to the extremum. This function's primary purpose is to highlight features in the larger branches which contain multiple structures Sharp Spike emulates isosurface extraction by suppressing the entire branch except for a user defined isovalue. In order to maintain solid surfaces, any value within a threshold value is treated as the same isovalue.
Gaussian Curve uses the formula described in [12] to create a gaussian distribution of opacity. It is used for highlighting features while retaining the context of their relationship with other features.
Implementation
We implemented the Topological Galleries interface using a combination of the Qt toolkit, Scott Dillard's libtourtre contour tree library, and a custom OpenCL-based topological volume renderer. As is customary for topological computation, we used symbolic perturbation [6] to guarantee unique critical isovalues. These were later removed from the contour tree as previously described [4] .
Implementing the pruning hierarchy required adding two features to the libtourtre library: creating the pruning hierarchy from the branch decomposition and updating the vertex mapping. Since the branch decomposition algorithm in libtourtre stores the children of a branch in a list based on the order in which they were pruned, it is simple to convert the branch decomposition into the pruning hierarchy.
Starting at the root branch and using a queuing system, we take the last child added to the current branch, and then split the parent at the child's saddle point into two components, the upper and lower section. The remaining children of the branch are added to these new branches according to whether their saddle points are above or below the first saddle of the first child. Once the children have all been reallocated, the two new branches are added as siblings to the first child of the parent branch, then all three children are added to the queue of branches.
Whenever a branch is split, the vertex to branch mapping becomes invalid so it must be updated. To do this each vertex in the dataset that maps to the parent branch is reassigned to one of the children based on whether the data value at that vertex is greater or less than the value at which the branch is split.
All code was implemented in C++ on an Apple Mac Pro with two 2.2GHz quadcore processors, 6GB of main memory and an Nvidia GeForce 8800GT video card with 512MB of video memory.
Since the thumbnails are generated from the same viewpoint as the main image, we optimised thumbnail rendering with a simple observation: the main image is simply a larger-scale composite of the thumbnail renderings in the hierarchical gallery. As the main image is updated for a given change in the transfer function, therefore, the same samples along the same ray can be used to recompute the thumbnail rendering for the corresponding feature.
We chose not to implement pre-integration or acceleration structures, as the goal of this work was proof-of-concept rather than to apply all possible optimisations.
Results
Our first test case is the hydrogen atom dataset. This dataset serves as a useful example to illustrate the capabilities of the topological galleries to show nested features. Figure 4 shows how the thumbnail view allows the user to assign different optical properties to individual regions, but also reveals a weakness that we had not initially anticipated. In this case, the yellow component in the centre of the rendering is of crucial importance in understanding the phenomenon being studied. However, since it is physically small, when it is rendered to a thumbnail, it becomes nearly invisible. We will comment further on this below. Figure 5 shows the topological gallery applied to the nucleon dataset. In this instance, the interface made it relatively easy to set transfer functions visually, but the small size of some of the components again reduced the utility of the interface.
While our interface potentially allows users without a background in topology to gain insight in the nested structures of a data set, we came to the conclusion that it was significantly less useful than we had hoped, primarily because small components in the thumbnail gallery were hard to see, and even when magnified, were hard to understand without a spatial context. The original design gallery concept was intended to show a range of possibilities for an entire image. As such, all pixels in each thumbnail were typically used. Here, where the thumbnails are being used to show individual subregions of the data, an unexpected problem arises: most of the thumbnails represent small features, whose projected area in the thumbnail is less than 1% of the thumbnail areas.
This occurs because, in order to maintain context, all thumbnails are rendered at global scale. A better solution may be to display features at a maximum size in the thumbnail and use the context zoom to show the position of the feature in the context of the current main image. But this implies rendering features at a local scale, and losing all possibility of contextual information.
In retrospect, it is not surprising that this was a problem, as it was already known that the size of features in the contour tree tends to fall off rapidly. For example, the simplification panel used for the flexible isosurface interface [4] used a log-log plot of feature size versus number of features. Even though the projected area falls off somewhat less fast than the volume of a feature, we observed that most features more than 4 or 5 branches down the pruning hierarchy were on the order of a few percent of the thumbnail size.
Moreover, our current implementation of the pruning hierarchy results in the generation of many empty thumbnails. This is a result of the branch map being split across so many branches: there are multiple branches representing a single vertex and the vertex only maps to one of the branches. As a result of these factors, for all the appeal of a user-friendly interface for topology, the practical value is more limited than hoped.
Conclusions and Future Work
We have applied the design galleries metaphor to topology-controlled volume rendering. While this metaphor greatly simplifies the design of transfer functions and shows promise in that regard, there is a key problem that needs to be overcome for this approach to be useful. Feature size in the pruning hierarchy drops off considerably, and this rapid drop-off results in many almost empty images. These empty images make it very difficult to design transfer functions effectively. In the future, we will examine this behavior for a variety of data sets to determine whether it follows any rules, and whether there are different classes of data indicative of whether the gallery metaphor is likely to fail. We will also look into alternate simplification metrics and examine their impact on the problem. Finally, we will determine whether there are alternate means of re-combining features that are split by the pruning-hierarchy as a means to generate more meaningful gallery images.
