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We present two new exercises. Exercise 9 requires determining whether, by the 
moves allowed, a certain position is reachable from a given initial position. The 
difficulty of the exercise is that there are infinitely many positions reachable from 
the initial position. However, some analysis of the moves may reveal that a very 
simple algorithm suffices. The work is in this case not in the programming but in 
the analysis of the problem. In that sense it can hardly be called a programming 
exercise. 
Exercise 10 concerns determining, within a matrix that is ascending in both 
arguments, the size of the largest square in which all matrix elements have values 
between two given constants. It is another problem of the type we encountered in 
Exercises 3 through 6. Although it can be solved by the same strategy, it is more 
intricate than these earlier exercises. It allows a solution whose computation time 
is linear in the number of rows and columns of the matrix given. I owe this exercise 
to W.H.J. Feijen. 
Exercise 9: problem of the mirrors 
N mirrors, numbered 0, 1,. . . , N - 1, are placed along the X-axis: mirror i, 
perpendicularly to the axis, at position X(i)/2. A point at the axis may be reflected 
by any of the N mirrors. Reflecting a point in a mirror at distance d from the point 
consists in moving the point over a distance 2d along the axis to the other side of 
the mirror. Given two positions Z and J at the axis, we have to determine whether 
there exists a sequence of reflections that moves a point from position Z to position J: 
I[ N, Z,J: int (Na2) 
; X( i: 0s i c N): array of int {X is increasing} 
;I[b: boo1 
;S 
(b = “there exists a sequence of reflections from Z to Y’} 
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Exercise 10: largest bounded square 
With BS(k, 1, h) denoting 
(Ai,j: ksi<k+hhI~j<I+h:X~A(i,j)~ Y) 
it is requested to find a statement list S such that 
I[M,N,X,Y:int{M2lhNz=lAX~Y} 
;A(i,j:O<i<M~O~j<N):arrayofint 
{(Ai,j:Osi<M-l~Osj<N:A(i,j)sA(i+l,j)) 
A(Ai,j:Osi<MAOGj<N-l:A(i,j)cA(i,j+l))) 
; I[ a: int 
;S 
{a=(MAXh:(Ek,I:Ock<M-hAOsI<N-h:BS(k,~,h)):k)} 
II 
II 
Solution of Exercise 7 (regular polygon on a circle) 
With N points on a circle and the arc between points i and (i + 1) mod N having 
length d(i), we have to find a statement list S such that 
I[k,N: int(3skaN) 
;d(i:Osi<N):arrayofint 
{Ai:O~i<N:d(i)~l)~(Si:O~i<N:d(i))modk=0} 
;I[b: boo1 
;S 
{b = “among the N points given there exist k 
points that form a regular k-gon”} 
II 
II 
We first express the postcondition of the functional specification more formally. 
For 0 s j s N define 
D(j)=(Si:Osi<j: d(i)). 
Then, for 0~ j < N, D(j) is the (clockwise) distance along the circle from point 0 
to point j. Let, furthermore, A = B/k, in which B denotes the circumference D(N) 
of the circle. Then A is the length of an arc between any two successive vertices of 
a regular k-gon. We have A 2 1. The values A and B may be determined by 
I[ i: int 
; i, I3 := 0,O 
;doi#N+i,B:=i+l,B+d(i)od 
; A:= B/k 
II 
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We define a set U of points as follows: 
uo: D(j) < A =+ j E Us 
Ul: in CJAD(~)+A=D(~) + jE U. 
u2: U contains only points that belong to it on account of UO or Ul. 
Then we have for any je U 
(Ah: 0~ h < D(j)div A: (Ei: OS i<j: D(i)+h.A= D(j))). 
With the definitions given, the postcondition of the functional specification is, 
consequently, equivalent to 
b=(Ej:j~ U: D(j)divA=k-1) 
Since D(j) < B = A. k for all points j, this is equivalent to 
b=(Ej: jc U: D(j)+Az B). (1) 
We introduce an auxiliary array w(i: 0 s i < N) in which we record for the points 
j E U the values D(j) +A. For this recording two variables q and r are introduced 
and PO is kept invariant. 
PO: q=(Nj:Osj<r:jE U) 
h(Aj:Osj<rAjEU:(Ei:O<i<q: w(i)=D(j)+A)) 
h(Ai:O<i<q-1: w(i)<w(i+l))hlCq~rC~ 
PO A r = N implies that for all points j E U the values of D(j) +A have been recorded 
in increasing order in w(i: 0~ i < q). Therefore, if r = N variable b may, according 
to (1), be assigned the value of w(q - 1) 5 B. We choose r # N as the guard of the 
repetition and N-r as its bound function. 
Invariant PO is established by recording the values D(j)+A for those points j 
that belong to U on account of UO: (To distinguish the pointwise alteration of the 
value of an array variable from an assignment statement, we write “w:(q) = E” for 
the alteration of w in point q.) 
q, c := 0,O {c = D(q)} 
;doc<A+w:(q)=c+A;q,c:=q+l,c+d(q)od 
; r:=q 
(2) 
As a consequence, we may for all other points j use U 1 to determine whether j E U. 
Program part (2) also establishes 
Pl: c = D(r) 
which we propose to keep invariant as well. 
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In the repetition we wish to increase r by 1. According to PO:,, this involves 
determining whether r e U, i.e., according to U I, whether 
(Ei: 0~ i < q: w(i) = D(r)). (3) 
Since D(r - 1) < D(r), w(i) > D(r - I) is a necessary condition for w(i) = D(r). We 
introduce a variable p and maintain PO A PI A P2 as an invariant. 
P2: p=(MINi:O~i<q~w(i)>D(r-I): i)minq 
Then, given Pl A P2, (3) is equivalent to 
(Ei:psi<q: w(i)=c). (4) 
Program part (2) establishes D(r - 1)~ As D(r). Since w(0) = A, P2 may then be 
initialized by assigning to p the value 0. Notice that P2 implies p c q. 
Since in the repetition r is increased by 1, it involves establishing P2:+,, which, 
given Pl, may be written as 
p=(MINi:O~i<qAw(i)>c: i)minq 
This is achieved by a linear search, which we guarantee to terminate by first making 
w(q) equal to c +A. If in the course of that search w(p) = c then, on account of (4), 
r E U. In that case the value D(r) + A( = c +A) is recorded in w(i: 0 s i < q) by 
increasing q by 1. 
We have now assembled all ingredients of the program text: 
S: I[ A, B: int 
: I[ i: int 
; i, B := 0,O 
;doi#N+i,B:=i+l,B+d(i)od 
; A:= B/k 
II 
; I[ 4, c, r, p: in? 
; w( i: 0 S i < N): array of int 
; q, c:=o,o 
;doc<A+w:(q)=c+A;q,c:=q+l,c+d(q)od 
;r,p:=q,o{PoAP1AP2} 
;dor# N 
+ w:(q)=c+A{(Ei:psicq: w(i)>c)} 
;do w(p)<c+p:=p+l od{w(p)sc} 
;ifw(p)=c+p,q:=p+l,q+l 
II w(p)> c+skip 
fi {PO:+, A P1 :+I) 
; r, c:= r+l, c+d(r) {POA Pl APL?} 
od 
;b:=(w(q-l)>B) 
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Since the total number of steps of the inner repetition is at most N, our solution 
has a time complexity that is linear in N. 
In the code above we may, because of P2, replace by c the B in the assignment 
to b. Then B plays a role in the computation of A only. We have not done so, since 
the code above allows the following strengthening of the guard of the outer repetition. 
Since array w is increasing, we know that b may be assigned the value true as soon 
as w(9 - 1) 2 B. Also, if p = 9 we know, because of (4), that for all j E U the values 
O(j) +A have been recorded. We may, consequently, replace the guard r f: N by 
the stronger condition 
Solution of Exercise 8 (touring robot) 
It is requested to determine the number of complete turns made by a robot which 
is moved along the points (X(i), Y(i)) for i = 0, 1, . . . , N - I, 0 and which is turned 
in each of these points counterclockwise to direct it to the next point: 
I[ N: int (Ns2) 
; X, Y( i: 0s i < N): array of int 
{(Ai:O<i<N:X(i)#X((i+l)modN) 
v Y(i) # Y((i + 1) mod N))} 
; I[ c: int 
;s 
{c = “the number of complete turns of the robot”} 
II 
II 
The number of complete turns of the robot equals the number of times the direction 
of the robot is turned to or across the positive X-axis. The latter number is not 
affected if we assume that the robot is initially facing the direction of the positive 
X-axis. Then the robot is turned N + 1 times: twice in point 0 and once in every 
other point. Let, for 0~ is N + 1, T(i) denote the number of times the direction of 
the robot is turned to or across the positive X-axis during the first i turns. The 
postcondition of the functional specification may then be formulated as 
c= T(N+l). 
We choose as our invariant 
PO: c= T(i)AOQis N+l. 
Variables i and c may then be initialized by i, c := 0,O. The guard of the repetition 
is i # N + 1 and the bound function is N - i. 
Directions in the plane can, of course, be represented by (X, Y)-vectors. However, 
in order to simplify the determination whether during a turn the positive X-axis is 
crossed, we choose a representation in which each direction is reduced to the first 
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quadrant X > 0 A Y 3 0. A vector (x, y) is reduced to a triple (b0, b I, q), b0 > 0 A b 1 5 
OA 0~ q s 3, by rotating it clockwise over multiples of 90” until it is in the first 
quadrant. The angle of rotation is q-90” and (b0, bl) is the resulting vector in the 
first quadrant. This conversion may be coded as follows. 
b0, bl, q:= x,y, 0 
;dobOcOvbl<O-+bO,bl,q:=bl,-bO,q+lod 
A simple calculation shows that if during turn i + 1 (OS is N) the direction of 
the robot is changed counterclockwise from (a0, a 1, p) to (b0, bl, q), the positive 
X-axis is turned to or crossed over if and only if 
This is the condition that T(i + 1) = T(i) + 1. Otherwise T(i + 1) = T(i). 
In order not to compute every direction of the robot twice, the invariant is extended 
with 
PI: (~0, a 1, p) = the direction after i turns. 
Recalling that we initially position the robot facing the positive X-axis, Pl may be 
established by a0, a 1, p := 1, 0, 0. 
Thus, our solution becomes 
s: I[ i, a0, ul,p: int 
; i, c := 0,o {PO} 
;UO,Ul,p:=1,0,O{POAP1} 
;doi#N+l 
+ I[ b0, bl, q: int 
;bO,bl,q:=X((i+l)modN)-X(imodN) 
, Y((i+l)mod N)- Y(imod N) 
,O 
;dobO~Ovb1<O+bO,b1,q:=b1,-bO,q+1od 
{ (b0, b 1, q) = the direction after i + 1 turns} 
;ifp>qv(p=qAul* bO>bl *uO)+c:=c+l 
Op<qv(p=qAul * bOSb1 *uO)+skip 
fi {PO;,, A PI} 
; ~0, ul,p:= 60, bl, q {PO;,, A Plj,,} 
II 
;i:=i+l{POhPl} 
od{POhi=N+I,hence,c= T(N+I)} 
II 
Since the inner repetition makes, per step of the outer repetition, at most 3 steps, 
the execution time of the program is linear in N. 
