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Abstract
The OMG’s Model-Driven Architecture is a strategy towards interoperability
across heterogeneous middleware platforms through the reuse of platform indepen-
dent designs based on the distinction of, and transformation between, platform-
independent and platform-specific models.
A corresponding strategy for model-driven testing requires a similar structure to
facilitate, besides the generation of test cases and oracles, the execution of tests on
diﬀerent target platforms.
In this paper, we discuss diﬀerent aspects of such a strategy in a speciﬁc instance:
the development of web-based distributed applications. In particular, we will be
concerned with the problem of reusing platform-independent test cases and test
oracles and with the generation of oracles from executable models.
1 Introduction
Recently, the IT industry is faced with a variety of middleware platforms,
like CORBA, EJB, Web Services, or .NET, that provide services for commu-
nication, persistence, security, etc. while supporting interoperability across
diﬀerent kinds of hardware and operating systems. As a result, interoper-
ability problems have been lifted to a new level rather than being solved by
middleware.
To overcome this situation, the OMG has proposed the new strategy of
Model-Driven Architecture (MDA) [14] to achieve interoperability at the level
of models. The idea is to distinguish between platform-independent models
(PIMs) rendered in standard UML [12] and platform-specific models (PSMs)
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which carry the relevant information for the generation of platform-speciﬁc
code.
Most approaches to model-based testing [3,1,11] do not consider this sepa-
ration, i.e., they are either tailored towards a speciﬁc target platform or they
are generic in this respect, taking into account platform-independent model
information only.
In order to beneﬁt from the separation of PIMs and PSMs in the generation
and execution of tests, the strategy of Model-Driven Testing has to reﬁne the
classic three tasks of model-based testing of
(i) the generation of test cases from models according to a given coverage
criterion,
(ii) the generation of a test oracle to determine the expected results of a test,
(iii) the execution of tests in test environments, possibly also generated from
models.
In our interpretation, tasks 1 and 2 are platform-independent. In contrast,
the execution of tests takes place on a certain platform, either a generic test
platform to test the application logic, or the actual target platform of the ap-
plication. In the latter case, platform-speciﬁc models are required to generate
test environments and to map platform-independent test cases and oracles on
the desired platform.
In this paper, we discuss an instantiation of the above problem to model-
driven development of web applications following [9]. By web applications we
refer to component-based applications distributed over the Internet making
use of diﬀerent middleware technologies. Most currently developed business
applications fall into this category. The question of HTML-based user inter-
faces or web sites is not our main concern.
In accordance with the discussion above, model-driven testing of web appli-
cations has to solve three problems: the generation of (1) platform-independent
test cases and (2) oracles (jointly referred to as platform-independend tests
(PITs)) from PIMs and (3) the mapping of PITs to speciﬁc target platforms.
Problem (1) is not addressed in this paper, we refer to existing approaches
to derivation of test cases from models like [3,1]. For solving problem (2),
the approach [9] provides the possibility of simulation of models. Thus, the
platform-independent models themselves serve as test oracles.
A solution to problem (3) requires knowledge about the way, platform-
speciﬁc models are transformed into implementations. In [9], the command
design pattern has been used to retain the separation of platform-independent
parts (the core logic of the application) and platform-speciﬁc parts (the func-
tionality for communication, persistence, etc.) at the implementation level.
Under this assumption, and through the use of common design patterns like
Bridge and Proxy, tests of application logic derived from platform-independent
models and executed in a generic (local) test environment can be reused to
test the platform-speciﬁc versions of the implementation in distributed testing
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environments.
The paper is organized as follows: the following Section 2 outlines our
model-based development approach. Section 3 discusses the generation of or-
acles from platform-independent models. Section 4 adapts a popular testing
framework for Java and supplies an outline how to use this framework for
model-driven testing that is detailed in the succeeding sections. Section 5
shows how to employ design patterns in both the implementation under test
and the testing environment to allow for local and distributed testing of dis-
tributed applications. Section 6 summarizes our paper and gives perspectives
for future work.
2 Model-Driven Development of Web Applications
In this section, we outline a model-based development approach, starting from
requirements expressed in terms of use cases and sequence diagrams and end-
ing with a detailed platform independent design with class diagrams. For a
more complete description of our model-based development approach with a
clear separation of platform-independent and platform-dependent models we
refer to [9].
As an example, we use the model of an online shop. As shown by the use
case diagram in Figure 1, a client of the online shop can query products, order
a product or pay for an order. If the client wants to pay for example by credit
card his credit card data has to be veriﬁed before he gets an acknowledgment.
Therefore, the online shop uses the service of a credit card company to verify
credit card data.
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Fig. 1. Use case diagram of the shop example
Sequence diagrams are used to model scenarios like this in a more formal
way as sequences of messages exchanged, in this case, between the client,
the online shop, and the credit card company. Variants can be expressed by
diﬀerent sequence diagrams associated with the same use case. Figure 2 shows
two sequence diagrams detailing the use case pay order. The initial segments
of both scenarios are identical: the client who triggers the use case is asked by
the online shop to enter his preferred method of payment, e.g. by automatic
debit from the client’s bank account or by credit card. In our sample scenarios,
the client chooses to pay by credit card, which requires the transmission of
the credit card data, e.g. the name of the credit card company, the credit
card number, etc. The online shop sends the data to a credit card company
35
Heckel, Lohmann
for validation. The client gets a positive or negative feedback, depending on
whether the credit card check has been successful or not. That means, we
have one success and one failure scenario.
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Fig. 2. Two scenarios describing the use case pay order
Class diagrams are used to represent the static aspect. Figure 3 shows
the result of detailing the use case pay order. Diﬀerent stereotypes known
from the Uniﬁed Process [10] are used to expresses diﬀerent roles of classes
in the implementation. Instances of control classes coordinate other objects,
encapsulating the control related to a speciﬁc use case. Boundary classes are
used to model interactions between the system and its actors. Entity classes
model long-lived or persistent information.
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Fig. 3. Platform Independent Class diagram for online shop
3 Models as Test Oracle
To determine if a test is successfully passed, the results of the execution have
to be veriﬁed by comparison with the results accepted by the speciﬁcation.
Rather than determining all acceptable results of all test cases beforehand,
it is common to use a trusted source, often called test oracle [2], to produce
these results at execution time. In our approach, the role of the test oracle is
played by an executable model.
Mainstream UML models are either not precise enough or do not contain
enough information to be executable. In particular, in most cases, the inte-
36
Heckel, Lohmann
gration of static models (like class diagrams) and dynamic models (like stat-
echarts, sequence diagrams, etc.) is missing, i.e., it is not possible to model
how the instances of classes are aﬀected by the execution of an operation or
scenario. It is for this reason that we require a functional view integrating
static and dynamic aspects by describing the eﬀect of an operation on the
data. Figure 4 depicts the data state transformation, if the online shop gets
a successful credit card check as input (see also Figure 2). The left-hand side
of the diagram represents the precondition of the rule, i.e., that the validation
of the credit card has been successful. The right-hand side shows the desired
eﬀect of the execution: a new boundary object with an acknowledgment is
created. For a more complete description of the use of reaction rules we refer
to [9].
One beneﬁt of this form of speciﬁcation is that it provides a detailed and
precise enough speciﬁcation to allow the execution of models, either through
automatic code generation (cf. [5]) or by direct simulation. This ability is
essential for the use of models as test oracles.
<<component>>
:Client
<<component>>
:Online-Shop
validationResult=ok
<<component>>
:CC-Company
feedback(success)
s:payOrder
o:Order
c:Client
ccd:CreditCardData
<<component>>
:Client
<<component>>
:Online-Shop
<<component>>
:CC-Company
s:payOrder
o:Order
c:Client
ccd:CreditCardData
fd:FeedbackData
proofResult =
success
Fig. 4. Detailing messages with reaction rules
As input, the simulation requires a UML object diagram deﬁning the initial
state and a sequence of method calls. (The same information is later supplied
as a test case at the implementation level.) Rules corresponding to the meth-
ods called are applied on the object diagram, changing it and producing calls
to external components or requests for user input which have to be handled
by the environment either through pre-deﬁned inputs or interactively.
During the execution of a test, the application and the test oracle are
initialized with the same UML object diagram deﬁning the initial state. De-
pending on the comparison of the results of the application and the expected
results determined by the test oracle, the veriﬁcation of the application fails
or not.
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4 Using JUnit for the execution of functional tests
Although we are interested in functional testing of distributed applications,
we intend to use the JUnit [4] tool which is normally used for unit testing to
execute tests and record the results. Functional tests are normally black-box
tests derived from the speciﬁcation of functional requirements, for example
by use case diagrams and sequence diagrams. These tests ensure that the
delivered product meets its speciﬁcation [4]. Unit tests are deﬁned by the
programmer based on his implementation knowledge, and in this sense they are
white-box tests [4]. According to Binder [2] the scope of a unit test typically
comprises a relatively small executable: in object-oriented programming, an
object or a small cluster of objects. For testing these units, test messages
must be sent to an object to execute its methods.
A popular environment for unit testing in Java is JUnit, originally devel-
oped by Kent Beck and Erich Gamma (see www.junit.org). It is a simple
framework to write repeatable tests as Java classes and run them as test
drivers [7,6]. As stated above, we are not interested in unit testing. Instead,
we use the tools provided by JUnit to test the functional behavior of larger
components or entire applications, whereby we take advantage of the represen-
tation of test cases as classes, which allows to deﬁne messages to be sent to a
implementation under test. Within this paper, a test case speciﬁes the pretest
state of the method to test and the test inputs (see also [2] for a deﬁnition
of concepts). The expected results specify what the method to test should
produce from the input and are determined by a test oracle. Additionally,
we are able to run test cases in a speciﬁc order with JUnit, for example to
test a scenario described with sequences diagrams as sequences of messages
exchanged, like in Figure 2. Therefore, JUnit allows us to create test suites.
A test suite is a collection of test cases, typically related by a testing goal [2].
Other advantages are the possibilities to integrate JUnit in a testing environ-
ment, whereby the automated execution of test cases is possible and to start
the test oracle at runtime to compare the expected results with the results
calculated by the application.
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Fig. 5. Local testing
The general application of a test driver is shown in Figure 5. A test driver
applies the test cases or the test suites to an application. Taking the deﬁnition
of [2]; JUnit itself is not a test driver, it is a test harness, a system of test
driver and other tools to support test execution. For simpliﬁcation, we only
show the test driver, which executes the test cases for an application, in the
following UML diagrams.
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5 Patterns for Platform-independent and
Platform-specific Testing
In the next subsections, we show how we use design patterns to execute the
same test cases in a local and a distributed testing environment. The im-
plementation is tested in diﬀerent steps, whereby we take advantage of the
separation of PIMs and PSMs on model as well as on implementation level by
means of using design patterns.
At ﬁrst, we use the test driver to test the implementation locally. The test
driver accesses the implementation directly as shown in Figure 5. Because
the implementation itself accesses other distributed components, we need to
simulate them. Therefore, we use the Bridge design pattern to facilitate testing
of the implementation acting in the client role. This design pattern allows us
to initialize the implementation according to the pretest data state of a test
case or test suite.
At second, we need to enable testing of the implementation acting in the
server role. Therefore, we need a distributed testing environment in which the
test driver is executed on the client side. This allows us to test the commu-
nication between client and server by the usage of the Proxy design pattern.
In particular, we test the implementation of the connection to the middleware
used to realize the communication between client and server.
5.1 Simulation of used components
Web-based business applications are primarily information systems, and data
state transformations are a crucial aspect of their behavior. If we want to
facilitate the testing of modeled data state transformations of the application,
we need to create pretest data states for the execution of a test case. As an
example, think of the scenarios in Figure 2 described with sequence diagrams.
In this example, the user must enter his credit card data, which is send to a
credit card company for validation. To test the diﬀerent scenarios, we need a
positive and a negative feedback for the credit card validation. Therefore, we
must simulate the component for the validation of the credit card data by the
credit card company. As another example, assume that you want to test the
use case query products. In this case, products stored in a database must be
accessed. For testing, speciﬁc database content is needed.
To achieve testability, Pauli [13] shows how to abstract from system parts
used by the processing logic of an application. He uses design patterns in the
architecture of an application to seamlessly test code that accesses databases.
His testing solution simulates a database using XML ﬁles. The structure of
this XML ﬁles can be adapted to support the simulation of basic request-query
patterns. Paulis main idea to use design patterns is shown in Figure 6. He
uses the Bridge design pattern [8] to decouple an abstraction from its imple-
mentation. The processing logic of the application acts on an abstract class
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DataSource. This abstract class DataSource is implemented by a real data
source as well as by an TestDataSource for testing purposes. The point is that
the application only uses methods deﬁned in the abstract class DataSource
to access the data in the database. This makes it possible to easily switch
between the database and the simulation of a database.
To use this design pattern for testing, we have added a further class
TestEnvironment. This class initializes the TestDataSource, the TestDriver
and conﬁgures the application for testing purposes. To enable testing without
a new compilation of the application, further design patterns like Factory [8]
or Singleton [8] are helpful. They allow us to conﬁgure the application for
testing at runtime. The Factory design pattern creates specialized objects for
a predeﬁned interface. In the case of our testing environment, it creates either
an instance of the TestDataSource or RealDataSource. The Singleton design
pattern ensures that only one instance of a given class is created and will be
used in our approach for the management of the diﬀerent data sources.
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Fig. 6. Using Bridge Pattern for Testing
5.2 Testing with Remote clients
Web applications are distributed applications. Thus we also want to test the
behavior of the application if methods are called from a client. In [9] we
presented a model-driven approach for the development of web applications,
which avoids obstacles by separating platform-independent and platform-
speciﬁc models. Our approach aims at both interactive (HTML-based) web
applications and web services, which share the basic request-query/update-
response pattern. Due to the separation of platform-independent and platform-
speciﬁc models we can use the same application for web-applications and web-
services. Therefore, we assume that a middleware serves as a link between
clients and backend services in many web applications. This middleware is
normally responsible for the chosen base technology. For example, you can
use a web server that implements the Java Servlet technology [15] to imple-
ment HTML applications, or you can use a SOAP server [16] to implement
web services. In both cases, the client does not send a request directly to the
application. Instead, a client addresses the middleware, and this middleware
requests the application with pre-deﬁned interfaces.
These pre-deﬁned interfaces must be implemented for every new technology
or for a new middleware. Consequently, it is important to test the implemen-
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tation of the pre-deﬁned interfaces with distributed testing. One goal hereby
is to use the same test driver as in local testing. Note that, due to our separa-
tion of platform-independent and platform-dependent models, it is suﬃcient
to test the application logic with the local testing environment.
For distributed testing, we again use a design pattern to achieve testability.
In this case, we use the Proxy pattern [8]. The Proxy pattern is commonly
used to make objects appear locally in distributed systems. It is well known
from remote procedure calls, where the client stub that initiates an RPC is a
Proxy for the server functions.
Figure 7 shows how we use the Proxy pattern for distributed testing.
The class Proxy and the class Application implement the same interface
ApplicationInterface. The class TestDriver calls the methods of the in-
terface ApplicationInterface implemented by the class Proxy. In the local
testing environment, the class TestDriver calls the same methods. The Ap-
plication appears local in this distributed testing environment for the class
TestDriver. Because we want to be able to test our application with dif-
ferent kinds of middleware to support communication over the Internet, two
more classes are needed. The class MiddlewareServerSide is responsible for
the implementation of the chosen base technology on the server side, and the
same holds for the class MiddlewareClientSide on the client side.
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Fig. 7. Proxy Pattern for Distributed Testing
As mentioned before, we need to be able to create pretest data states for
the execution of a test case. We supplement the architecture of Figure 7 with
the approach of Pauli [13] to achieve testability within a testing environment.
Figure 8 shows the distributed testing environment. On the server-side,
we use the Bridge design pattern to decouple an abstraction from its imple-
mentation to initialize the data sources for testing. To use this design pattern
in a distributed environment, we have to split the class TestEnvironment of
Figure 6 in two diﬀerent classes. The classes ClientSideTestEnvironment on
the client side and the class ServerSideTestEnvironment on the server side
communicate with each other. After the TestDataSource on the server side
is initialized the test driver on the client side can be initialized and started.
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Fig. 8. Distributed testing environment
6 Summary
In this paper, we proposed an approach for testing applications designed with
a model-driven approach. By using common design patterns, we are able to
test distributed applications. Externally called components are simulated, and
the same test cases are used for local and distributed testing. We have used
graphical reaction rules to describe the data state transformation at the level
of models in detail. This allows us to automatically generate the expected
results of a test case by simulation of our models.
Future work shall include the development of tool support for the sim-
ulation of our models to generate expected results of test cases, as well as
an automatic code generation taking into account needed design patterns for
testing.
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