Background: Translational research platforms share the aim to promote a deeper understanding of stored data by providing visualization and analysis tools for data exploration and hypothesis generation. However, such tools are usually platformbound and are not easily reusable by other systems. Furthermore, they rarely address access restriction issues when direct data transfer is not permitted. In this article we present an analytical service that works in tandem with a visualization library to address these problems. Findings: Using a combination of existing technologies and a platform-specific data abstraction layer we developed a service that is capable of providing existing webbased data warehouses and repositories with platform-independent visual analytical capabilities. The design of this service also enables federated data analysis by bringing the analysis to the data and only present results to the researcher. Conclusion: The software presented in this article has the potential to help translational researchers achieve a better understanding of a given dataset and quickly generate new hypothesis. Furthermore, it provides a freamework that can be used to share and reuse explorative analysis tools within the community. 
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Abstract 25
Background: Translational research platforms share the aim to promote a deeper 26 understanding of stored data by providing visualization and analysis tools for data exploration 27 and hypothesis generation. However, such tools are usually platform-bound and are not easily 28 reusable by other systems. Furthermore, they rarely address access restriction issues when 29 direct data transfer is not permitted. In this article we present an analytical service that works 30 in tandem with a visualization library to address these problems. 31
Findings: Using a combination of existing technologies and a platform-specific data 32 abstraction layer we developed a service that is capable of providing existing web-based data 33 warehouses and repositories with platform-independent visual analytical capabilities. The 34 design of this service also enables federated data analysis by bringing the analysis to the data 35 and only present results to the researcher. 36
Conclusion:
The software presented in this article has the potential to help translational 37 researchers achieve a better understanding of a given dataset and quickly generate new 38 hypothesis. Furthermore, it provides a freamework that can be used to share and reuse 39 explorative analysis tools within the community. 
Background
46
In the field of translational research, we are facing an ever-growing amount of pre-clinical, 47 clinical, OMICS, and mobile-sensor data that has to be considered as a whole to understand 48   1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65 the bigger picture of underlying diseases and biological processes. A platform that is able to 49
store, link, and analyze the different data formats in an integrative manner is of urgent need. In 50 recent years several tools [1] have emerged that attempt to solve these issues by providing a 51 framework with standardized formats and tools for data-driven statistical analysis. Often 52 performed before the time-consuming and computationally expensive hypothesis-driven 53 analysis, the data-driven analysis helps researchers achieve a better understanding of the data 54 other related platforms all share similar core functionalities that are responsible for analysis 57 and visualisation. Usually these internal analytical systems are complex constructs that require 58 high maintenance due to changing data structures and requirements. This also explains why 59 most, if not all, translational research platforms implement their own version of such systems. 60
Statistical analysis scripts in those implementations usually make strong assumptions about the 61 given data format, and the visual counterparts make similar strong assumptions about the user 62 interface (UI), of which they are part of. This makes the implementation in a given platform 63 substantially easier, but at the same time highly platform-dependent, and in most cases 64 unusable by other services. SmartR [5] is a concrete example for such a visual analytical 65 system. It equips tranSMART with modern and interactive data analysis tools, but suffers from 66 the mentioned platform-dependency, which makes the integration into other services very 67 difficult. Shiny [6], Plotly [7] , and Bokeh [8] are popular tools to address some aspects of this 68 issue. They all make interactive visual analytics accessible to researchers with limited 69 resources and time. However, the missing data abstraction layer makes implementations solely 70 based on these frameworks difficult to share and reuse in other services. Furthermore, none of 71 the mentioned software tools directly addresses the data access restriction issue that often 72 accompanies patient studies. 73   1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65 To address these problems, we developed Fractalis. Fractalis is a highly scalable and reusable 74 service that works alongside existing research platforms to equip them with a visualization 75 component and an analytical system with federated data analysis capabilities. 76
77
Findings
78
Building an external service for distributed data analysis alone would not solve the problem of 79 platform-dependency. APIs (Application Programming Interfaces) and data formats are likely 80 unique to a given platform, so analysis scripts and visualizations based on the returned data 81
would not be easily reusable. Instead we split up the solution into two components. One is a 82 web service that is capable of extracting data from foreign APIs and transforming them into an 83 internal standard format, so given analysis scripts would always operate the same. This also reduces the complexity of the application and massively improves the debugging 92 capabilities by eliminating the need for an additional service like RServe [10] . To avoid tight 93 coupling with foreign platforms we introduced a new concept called Micro-ETL within our 94 service. Unlike usual ETLs (Extract, Transform, Load) that migrate large parts of a database, 95 these Micro-ETLs only migrate data that are currently required. The knowledge of what is 96 required is relayed to the Fractalis service via a Javascript library located within the foreign 97   1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65 UI. Once this information reaches the service, a Micro-ETL factory decides which 98 implementation can handle the migration based on the given information. What follows are the 99 three major steps of every ETL: 100 -The extraction of the data is usually done via REST API but can also involve other 101 processes or protocols. Micro-ETLs contain all knowledge necessary to communicate 102 with a given API or extract data by other means. 103 -The transformation is the key to platform independence. It ensures that all incoming 104 data are transformed to one of the internal standard formats, that makes all available 105 analysis scripts reusable by other services that use Fractalis with similar data. 106 -In the loading step, the data are written to a non-persistent cache, whose location is 107 tracked by Redis [11] . This avoids unnecessary data extraction in subsequent tasks. 108 This is very important, given the fast-paced exploration that we want to provide. 109
Once the data are cached, we can perform statistical analyses on them and send the results, be 110 it a HTML document, an image, or complex statistics to the Javascript library for further 111 processing and visualization. 112
Some important challenges that visual analytics tools currently face are scalability in terms of 113 parallel distributed job execution, federated analysis, and handling very large genomic data 114 sets. In the following we introduce the Fractalis technology stack and describe how it handles 115 these tasks. 116
The MicroETL and analysis stack mentioned before is supported by Celery [12] with 117 RabbitMQ [13] as a message broker and Redis as result and metadata store. A schematic 118 illustration of how these services are interconnected can be seen in Figure 1 , where it is shown 119 that the back-end part of Fractalis is separated into a central and remote component. Celery 120   1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65 allows us to spawn many computational nodes (workers) on different remote machines in order 121 to move most of the workload out of the web service itself and enable support for a very large 122 number of parallel requests by many users. One can also observe that the data cache resides in 123 the remote component, which has no link to the central component at all. This design supports 124 the federated analysis paradigm because it allows us to deploy workers in restrictive 125 environments, where they can perform or relay analysis requests and only return 126 statistics/results, not the data itself, to the central Redis result store, and subsequently be 127 visualised. The very same concept also enables analysis of extremely large genomic data sets. 128
In such a scenario, Fractalis can handle the smaller phenotypical data and relay analysis 129 requests based on these to a computational node that is located in close proximity to a 130 framework like Hail [14] that can store and analyse genomic data. This is also a good example 131 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65 of how Fractalis can use different data sources and data types and combine them in a single 132 visualisation, which is often necessary to fully understand biological processes. 133
Developing new Micro-ETLs or analytics within Fractalis permits, but does not enforce, usage 134
of the more advanced functionalities of the computational stack. For instance, it is possible to 135 write a fully independent Python script that will be executed on a remote Celery worker without 136 ever having heard of the technology. However, a more knowledgeable developer might want 137 to queue several subsequent jobs or parallelize certain parts of the analytical process using the 138 more advanced Celery interface. This is achieved by a design pattern known as factory method 139 pattern, which we used several times within the application, to improve pluggability of new 140 scripts and ETLs. 141
142
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