Abstract: Considering web service composition (WSC) has increasingly become a significant practice in SOA implementations, WSC-based SOA projects would be particularly worth more attention. However, effort estimation for WSC-based SOA implementations may suffer from challenges because of the numerous and various approaches to WSC. This paper proposes circumstantial-evidence-based effort judgement as a supplementary to expert judgement to achieve qualitative effort comparison between different implementation proposals of a WSC-based SOA project. In detail:
Introduction
Effort estimation for implementations of service-oriented architecture (SOA) confronts many challenges due to the diversity of SOA projects (O'Brien, 2009 ). However, we can focus on one particular type of SOA implementation, for example, service composition-based SOA implementation, to decrease the complexity and difficulty of the corresponding research. As enterprises move to having more and more services, and business application software will increasingly rely on subscribing services (Demirkan et al., 2008) , the major problem in SOA implementations will be service composition and may be less on development of new services. Meanwhile, it has been identified that the benefits of SOA cannot be fully realised until reaching the level of service composition (Sarang et al., 2007) . Therefore, it is worthwhile to narrow down our concerns from generic SOA implementations to service composition-based SOA implementations that do not take into account service migration or new service development. Considering web service is the de facto representation of service in practice, we can further concentrate on the web service composition (WSC)-based SOA implementations.
In the past decade, numerous and various works about composing web services have been reported in the literature. As a result, it is nearly impossible to collect development data of all the published composition approaches to estimate effort of WSC-based SOA implementations quantitatively. Considering 'learning by analogy' is also a feasible way to investigate distributed systems like WSC-based SOA system (Fox, 1981) , this paper borrows divide-and-conquer (D&C) as a generic strategy of effort judgement from the organisation theory domain. Through the generic strategy D&C, the work on effort judgement for a whole WSC-based SOA implementation can be further narrowed down to that for individual WSCs. Recall that it is difficult to quantitatively investigate effort of various WSC approaches due to the lack of implementation data, thus we propose circumstantial-evidence-based judgement as a complementary to expert judgement to meet such a situation. From an evidence-based perspective, circumstantial evidences in the context of software effort estimation are generic software development experiences. After collecting a set of effort-related circumstantial evidences and identifying development activities (DAs) around different WSC effort factors, we can judge partial efforts of a WSC approach by establishing associations between those DAs and applicable circumstantial evidences. Based on the judgement, several rules are employed to assign effort scores to different factors and different types of WSC approaches. For a certain WSC-based SOA implementation, we can then use the D&C algorithm to further calculate effort scores of different implementation proposals, and therefore conveniently compare the qualitative effort required by different proposals.
The organisation of this paper follows the structure of our previous work (Li and O'Brien, 2011) . Section 2 introduces the generic strategy of effort judgement for WSC-based SOA implementations. Section 3 briefly reviews the WSC effort factors that we have identified as prerequisite to effort judgement. Section 4 specifies the concept of circumstantial-evidence-based judgement, and explains how to collect and utilise circumstantial evidences to implement effort judgement. Section 5 demonstrates the procedure of detailed effort judgement, and calculates effort scores for different type of individual WSC approaches. A small part of the judgement results of WSC approaches is listed in Appendix. Section 6 uses a case study to show the circumstantial-evidence-based effort judgement for different proposals of an SOA project. The conclusion is drawn in Section 7.
Generic strategy of effort judgement:
D&C from an organisational perspective
Thinking of SOA from an organisational perspective
The concept of SOA emerges for building large distributed systems (Josuttis, 2007) , which supposes that services are decentralised and may be under the control of different owners. When unfolding research into distributed systems, we can generally adopt two different approaches (Fox, 1981) : one is learning by doing (to build real distributed systems), while another is learning by analogy (to draw upon ideas from other research areas). Considering human organisations are usually adopted as analogues of distributed systems (Fox, 1981; Yadgar et al., 2003) , we can hereby try to treat an SOA system as a particular organisation to use the knowledge of organisation theory to inspire the research in the area of service-oriented software engineering.
In fact, some efforts have been made to motivate the overlap between SOA system and human organisation (Li et al., 2010b (Li et al., , 2010c . Based on the analysis and comparison, on the one hand, we believe that thinking of SOA from an organisational perspective is feasible. In particular, according to the classical definition of organisation (McAuley et al., 2007) , we can make an analogue that organisations/SOA systems are collectivities of people/services who are socially/functionally arranged together to pursue specific purposes and achieve explicit goals. On the other hand, we believe that thinking of SOA from an organisational perspective is reassuring. There are already successful examples of applying organisation theory to software engineering, especially in the multi-agent system (MAS) area. Such as well-known human organisational structures are used for the MAS deployment (Argente et al., 2006) , social laws are chosen to simplify MAS instances (Fitoussi and Tennenholtz, 2000) , and dependency theory of social interaction is used to explain how to achieve social goals of MAS (Sichman and Demazeau, 2001) .
Recall that WSC-based SOA implementation is one of the implementation styles of SOA. Following the previous analysis, we can then treat a WSC-based SOA system as a traditionally structured organisation: services are organisational units of an SOA system, while composite services play integrative roles that have the similar responsibilities of managers in human organisations. Particularly, the specifications of a mechanism organisation (Argente et al., 2006) can even be used to directly describe the cooperation among services:
• tasks are precisely defined, and broken down into separately specialised parts.
• there is a strict hierarchy of authority
• knowledge and reasoning processes are also centralised at the top of the hierarchy.
Therefore, here we adopt the perspective of mechanistic organisation to interpret WSC-based SOA system that also has a clear hierarchical structure.
Using D&C as a generic strategy
Mechanistic organisation, studied by Burns and Stalker (Campbell and Craig, 2005) , has a rigid management system. With a strict hierarchy of authority, generally, a mechanistic organisation uses multiple levels of management to insure proper and centralised decision making. In daily routine, the information and decisions are propagated through each level of the hierarchy. Meanwhile, the tasks in mechanistic organisations are precisely defined and broken down into separately specialised parts. These separate parts will be allocated to members who are the most suitable for them. The individual members are then coordinated through the management system to achieve global goals. Consequently, the hierarchical structure of a mechanistic organisation can be viewed as a global goal tree: the global goal is stepwise decomposed into a set of sub-tasks, while the goal is achieved through recomposing the sub-solutions to those sub-tasks. The notion of decomposition and recomposition directly engenders D&C approach that allows the organisation to use larger groups of work units more efficiently and address problems on a larger scale (Yadgar et al., 2003) . Likewise, WSC-based SOA systems can also be thought of a D&C way to achieve business goals. When building WSC-based SOA systems, we can therefore follow the D&C way to analyse and judge the effort.
The principle underlying D&C is to recursively decompose the problem into smaller sub-problems until all the sub-problems are sufficiently simple enough, and then to solve the sub-problems. Resulting solutions are then recomposed to form an overall solution. As revealed in the principle, one of the advantages of applying the D&C approach to suitable problems is its structural simplicity. Profiting from perhaps the simplest structuring technique, D&C has been identified as a high prior strategy to resolve problems not only in the computer science field but also in politics and sociology fields. No mater where the D&C approach is applied the solution structure can be expressed explicitly in a program-like function as: 
where x is the original problem that will be solved through Solution procedure. IsBase is used to verify whether the problem x is primitive or not, which returns TRUE if x is a basic problem unit, or FALSE otherwise. SolveDirectly presents the conquer procedure. Decompose is referred to as the decomposing operation, while compose is referred to as the composing operation.
According to the previous analysis, we can employ this D&C-based solution structure as a generic strategy of effort judgement for WSC-based SOA implementations. More precisely, the complete process can be further expressed in the following pseudo code.
As shown in Table 1 , the WSC-based SOA system itself is treated as the highest-level coarse-grain service, which is also the initial input parameter of SoaEffortJudgment function. Within the body of SoaEffortJudgment function, unless the input service is already available, the effort of the service implementation will be recursively calculated by analysing and judging the effort of the compositions of component web services. Benefiting from this way of D&C, our focus on effort judgement for the whole WSC-based SOA implementations can be narrowed down to that for individual WSCs. (Li et al., 2010a) . This matrix uses clarified terminology, and differentiates the classifications between the context and technology dimensions. The context dimension includes major effort-related contexts that are pattern (orchestration and choreography), semiotics (semantics and syntax), mechanism (SOAP and REST), design time (manual, semi-auto, and automatic) and runtime (static and dynamic).
The technology dimension is divided into well defined workflow-based, model-driven, and AI planning technology categories. After investigation of the classification matrix, we decided to replace the technology dimension with a process dimension that can better reflect the characteristics of different technology categories of WSC approaches. Furthermore, the process dimension is divided into three process models, namely one-stop, bridge and double-bridge. If we refer to planning as the manipulation at design time while execution as the runtime activity in WSC approaches, the one-stop process model can be as illustrated in Figure 1 . In the one-stop process, the planning activity happens just after receiving the composition requirement, and delivers the executable composition specification directly. In most cases of one-stop-based approaches, during the planning stage the user must provide inputs at choice points, decide the interoperation among component web services, and specify the composition procedure.
Unlike workflow-based approaches that usually employ the one-stop process for WSC, most of the existing modelling techniques adopt the bridge process when composing web services, as shown in Figure 2 . The bridge process can be viewed as an evolution from the one-stop process, which describes such approaches that plan WSCs at an abstract level, while the planning results cannot be directly executed and have to be transformed into executable specifications. Therefore, any WSC approach adopting the bridge process uses a transformation procedure for the mapping between the planning result and executable specification. Moreover, we can find that the WSC approaches using AI planning techniques normally contain double-bridge process, as illustrated in Figure 3 . The double-bridge process can be treated as further evolution from the bridge process. The planning activity is settled between two transformation procedures in a double-bridge process. In detail, since AI planning systems generally adopt dedicated, formal, and mathematical techniques, the initial information and composition requirement must be transformed for input into a planning system, and the planning result should be transformed again into an executable specification to build a composite web service.
Considering the different influences of different contexts and processes on the composition effort, those process models and context types in the classification matrix can be viewed as effort factors when composing web services. Therefore, we can use this classification matrix to facilitate the effort judgement for different WSC approaches. Since the data we collected here are all based on qualitative descriptions, it is not suitable to do quantitative work for composition effort judgement. In other words, we have to consider qualitative methods to implement effort judgement.
Implementation of effort judgement: circumstantial-evidence-based approach
When it comes to qualitative effort judgement, a possible and straightforward method could be expert judgement that is also the pervasive estimation method in industry (Jørgensen and Shepperd, 2007) . However, expert judgement considerably depends on experts' availability and experience, and experts' knowledge is hardly accessed by others (Keung, 2007) . Therefore, expert opinion may be not reliable if it is not supported by objective or scientific evidences. To reduce the possible bias and uncertainty that happens in expert judgement, practical guidelines claim that estimation experts should be selected based on their experience from similar projects (Jørgensen, 2005) . Following the practical guidelines, unfortunately, the expert judgement approach could still be infeasible if the experts or the past data are not available. Basically, expert judgement-based software effort estimation must comply with a golden rule: the expert judgement should always require justification rather than gut feelings (Jørgensen, 2005) . Inspired by evidence-based software engineering (EBSE) that is "to provide the means by which current best evidence from research can be integrated with practical experience and human values in the decision making process regarding the development and maintenance of software" (Dybå et al., 2005) , we can re-consider the justification of expert judgement from an evidence-based perspective. In expert judgement, the mental processes software professionals use to unfold estimation are more closely related to a case-based reasoning (CBR) approach than a regression-based model (Menzies and Hihn, 2006) . According to the classification of evidence (Siegel et al., 2000) , the results of the CBR-based mental processes in traditional expert judgement can be regarded as direct evidence: experts act as witnesses and adduce previous cases for the current one. Considering the aforementioned limitation of direct evidence collection -the requirement of availability of experts with experience from similar projects, in this section we propose circumstantial-evidence-based effort judgement to realise the effort comparison between different WSC approaches.
Direct vs. circumstantial evidence for effort judgement
As an analogue of similar forensic scenarios, the traditional CBR-based expert judgement can be viewed as using direct evidence to estimate implementation effort of a software project. In forensic science, as the name suggests, direct evidence is evidence that proves a fact without requiring inference or presumption (Siegel et al., 2000) . In other words, direct evidence immediately and precisely establishes a bridge between judge and fact. An example of direct evidence could be a witness's observation or personal knowledge of a certain fact. The defendant involved in the past fact is the exact one involved in the judgement. In the context of effort estimation, different from law, the new project to be judged is obviously none of the past ones. Nevertheless, to some extent, experts inevitably view the similar projects as the same one when doing effort estimation based on their experiences. For example, as suggested by Jørgensen (2005) , the actual effort of similar projects or similar activities in other projects will be referred to as justifications for expert judgement for new project. Therefore, it is reasonable to consider that in traditional expert judgement experts use their observation on past projects as direct evidences to estimate effort of new project. Contrasted with direct evidence, circumstantial evidence does not prove fact in a straightforward sense, while it requires the intervening or additional evidence inference to confirm the fact. In forensic science, the most obvious difference between direct and circumstantial evidence is that "direct evidence is a verbal representation of a crime itself, whereas circumstantial evidence is an abstract statement about the connection between the defendant and an incriminating physical trace of the crime" (Heller, 2006) . Usually, circumstantial evidence is not sufficient, but increases the probability of the defendant's guilt, for example, blood or fingerprints. Similarly, unlike the direct evidence in expert judgement that directly gives the estimated effort, circumstantial evidence for effort judgement must be effort-related abstract statements. Suppose each finished software project deposits some development experience in the human knowledge, similar projects or similar activities should have similar development experiences. Different experiences can then be abstracted into different assertions as scattered fingerprints of existing software projects. As such, different from human beings, similar software projects or DAs may share the same fingerprints.
To sum up, when estimating effort for a new project, similar projects' or activities' actual effort can be viewed as direct evidence, while existing development experiences can be considered as circumstantial evidence. In forensic science, both direct and circumstantial evidences are used to draw categorical, yes-no type, conclusions. In the context of software effort estimation, direct evidence brings quantitative effort estimate for a particular project proposal, while circumstantial evidence can give qualitative comparison between effort estimates of different development proposals.
Collection of circumstantial evidences
When collecting evidences for effort estimation, direct evidence collection is to gather detailed software project data, while circumstantial evidence collection is to gather generic software development experiences. Compared with the straightforward process of direct evidence collection, searching and identifying circumstantial evidences could be more complicated. We propose to use a systematical method that is to apply systematic literature review (SLR) in the evidence space formed by all the effort factors. SLR is the main methodology applied for EBSE, which can be naturally used to collect and justify different effort-related hypothesis aiming at different features of software project. The justified effort-related hypothesis can then be used as circumstantial evidences for effort judgement. As for the software project features, we can directly borrow identifications from existing parametric estimation models. For example, one effort base and 15 effort multipliers like product complexity and programmers' capability are employed as estimation parameters in COCOMO (Boehm, 1981) , as show in Table 2 . These parameters then construct a hypothesis space in which we may collect corresponding circumstantial evidences through SLR.
Note that these hypotheses cannot be used directly as circumstantial evidences because they could be not true in practice. For example, the hypothesis about the U-shaped impacts of schedule pressure on development cycle time and effort is rejected through data analysis in Nan and Harter (2009) . Recall that we adopt SLR to justify and collect circumstantial evidences when exploring the aforementioned hypothesis space, while it is unnecessary to list all the detailed steps in this paper. To simplify the demonstration of evidence collection, here we particularly select six circumstantial evidences and briefly introduce the process of justification.
In the context of software engineering, effort required for a task is generally accounted by calculating how long and how many workers are needed to finish the task, and the unit can be person-day, person-month, or person-year. In brief, the amount of human activities in a project is proportional to the amount of effort required to finish the project. Therefore, for a certain software project, one basic circumstantial evidence (CE) can be:
• CE1. The increase of required human activities in a project may have a proportional impact on the final effort.
Human activities include both physical and mental activities. Since software engineering is a knowledgeintensive domain, the effort of a software project is mainly composed of mental activities. Unfortunately, within a given time span people have limited mental capability to deal with information (Globerson, 1983) . For every single person, the increased amount of information beyond a certain point may even defeat his/her mental ability, and hence result in errors (Miller, 1956) . As a result, the more information that exists in a project, the more people and human activities will be required to perform accurate manipulations. Together with CE1, therefore, we can find a new circumstantial evidence:
• CE2. The increase of information in a project may have a proportional impact on the required human activities.
• CE2'. The increase of information in a project may have a proportional impact on the final effort. Moreover, complexity has been proved to be a significant and non-negligible factor that influences software development and maintenance (Francalanci and Merlo, 2008) . Meanwhile, the more complexity involved in a system, the more difficulty the designers or engineers have to understand the implementation process and thus the system itself (Cardoso, 2005) , and hence, the greater mental effort people have to exert to solve the complexity (Globerson, 1983) . The hockey stick function (Josuttis, 2007) vividly depicts the relationship between complexity and effort of a software project, which illustrates that the amount of required effort may suddenly increase when the corresponding project exceeds a certain level of complexity. Overall, the circumstantial evidence related to complexity can be summarised as:
• CE3. The increase of complexity in a project may have a proportional impact on the final effort.
When it comes to project complexity, one of the main contributors is the complexity of the methods with regards to achieving the project goals (Turner and Cochrane, 1993) . The methods generally consist of processes, tools, and techniques that are used to complete the corresponding project (Camci and Kotnour, 2006) . In particular, processes and techniques have been viewed as internal environment of a system (organisation), while the system's complexity is considered a response to the environmental complexity (Dooley, 2001) . Consequently, the complexity of processes and techniques involved in a software project will proportionally influence the complexity of the project. As for the tools, although the adoption of sophisticated tools usually implies a complex project, tools are essentially developed and used to save human activities. For a certain project, the more work the tools can fulfil, the less human activities the project will require. Together with CE3, we can identify the circumstantial evidences related to process complexity, technical difficulty, and software tool:
• CE4. The increase of process complexity in a project may have a proportional impact on the project complexity.
• CE4'. The increase of process complexity in a project may have a proportional impact on the final effort.
• CE5. The increase of difficulty of techniques in a project may have a proportional impact on the project • CE5'. The increase of difficulty of techniques in a project may have a proportional impact on the final effort.
• CE6. The increase of work that tools can fulfil in a project may have an inversely proportional impact on the human activities.
• CE6'. The increase of work that tools can fulfil in a project may have an inversely proportional impact on the final effort.
Utilisation of circumstantial evidences
As specified previously, circumstantial evidences cannot be used without rational inference to proven facts. The rational inference can be realised as a cascaded process of diagnostic reasoning. A possible guideline for using circumstantial evidences to do diagnostic reasoning is the theory of propositional learning (TPL) (Carlson and Dulany, 1988) . TPL is originally used for belief revision, which comprises three elements: 1 the association between a possible clue and a possible cause 2 the forward implication from the actual cause to the possible clue 3 the backward implication from the clue to the possible cause.
The clues are circumstantial evidences like fingerprints, while the causes are suspects' actions by which the fingerprints are left. When implementing diagnostic reasoning with TPL, the inference process of diagnostic reasoning can then be established through the linkage of aforementioned elements, as illustrated in Figure 4 . For software effort judgement, the first-hand clues are existing software projects, while the actual cause is the requirement of a new project. When doing backward implication, benefiting from the techniques of EBSE (Dybå et al., 2005) , the original clues can be collected and used to extract effort-related assertions. Note that, different from the work in Menzies and Hihn (2006) that collects the actual effort of similar projects, EBSE used for circumstantial-evidence-based judgement focuses on the generic relationships between effort and different development actions, namely development experiences. When doing forward implication, on the other hand, the profile of a concrete project will be explored to identify possible development actions. The identified possible development actions can be used to build an association between previous projects and the current one to further facilitate effort judgement. In general, the association is built by a cascaded inference. In a cascaded inference, the conclusion of one inference acts as a premise for the subsequent inference, while the final conclusion will be the qualitatively estimated effort. In practice, there is usually a set of circumstantial evidences for one effort judgement task. These circumstantial evidences can be either consistent with or contrary to each other. Here, we define different evidences are consistent when the same conclusion can be drawn in an effort judgement, or contrary when different conclusions are drawn in the judgement. Generally, consistent circumstantial evidences can help confirm and reinforce the same conclusion. For contrary circumstantial evidences, we would have to give further judgement based on the amount and weight of different standpoints, which is similar to the reality in a forensic trial proceeding.
Effort judgements for individual WSC approaches

Comparison between partial composition efforts determined by comparable effort factors
As mentioned earlier, we treat process models and context types in the classification matrix as effort factors of WSC approaches. After applying different effort judgement hypotheses to different but comparable factors, the partial composition effort determined by these factors can be qualitatively compared at first. To facilitate the effort comparison, some symbols and rules are also proposed: For one certain task of WSC, we use E F-CE to represent the effort E determined by factor F when applying circumstantial evidence CE. Moreover, a score S will be set for E F-CE to flag different effort determined by different but comparable factors when applying some circumstantial evidence. For convenience of calculation, the rules of score setting can be proposed as equation (2). Note that if we use E F to represent the effort E determined by factor F under all the different but applicable circumstantial evidences, then all the corresponding scores for E F can be summed up and represented as S(E F ).
We can hereby compare the partial composition effort following the sequence of building the classification matrix.
1 For orchestration and choreography: Orchestration stands for a central coordination, while choreography represents multiparty collaborations. Since distributed processing would be inevitably more complicated than non-distributed processing (Josuttis, 2007) , for the same WSC project the choreography-based implementation will be more complex than the orchestration-based implementation. Meanwhile, as the current de facto standard of orchestrating web services, BPEL stemmed from existing languages and tools and has been widely accepted, whereas the choreography language WS-CDL was developed without any prior implementation and is still far from mature (Barros et al., 2005) . Considering this technical influence, the implementation of choreography will be more difficult than that of orchestration. Consequently, if holding the other aspects of one particular WSC project constant, DAs can be abstracted and compared between orchestration and choreography:
• DA1. In general, the implementation of choreography is more complex than that of orchestration.
• DA2. In general, the techniques used for choreography are more difficult than that for orchestration.
By using For for representing the effort factor orchestration and Fch for choreography, the effort comparison and scores can be listed in Table 3 . Table 3 Effort comparison between orchestration and choreography
Association Comparison Scores
2 For syntactic and semantic compositions: Since semantic web and semantic web services are proposed to automate service discovery, selection, composition and execution by adding the inherent meanings, human activities within semantic compositions will be decreased while the involved information will be increased. Meanwhile, syntactic and semantic web services share the unified web infrastructure and both use markup language based techniques to describe information. It can then be stated that the difficulty levels of techniques adopted in both syntactic and semantic service compositions are similar. Overall, for implementations with different semiotic context for a particular WSC project, we can assert:
• DA3. In general, the implementation within syntactic context requires more human interventions than that within semantic context. • DA4. In general, the implementation within semantic context involves more information for machine interpretation than that within syntactic context.
• DA5. In general, the difficulty of techniques used for syntactic implementation is similar to that for semantic implementation.
Table 4
Effort comparison between syntactic and semantic composition approaches
Association Comparison Scores
By using Fsy for representing the effort factor Syntax and Fse for Semantics, the effort comparison and scores can be listed in Table 4 . Note that the increased information is for machine interpretation rather than human intervention, therefore, the circumstantial evidence CE2 is not applicable to the DAs DA4.
3 For SOAP-based and RESTful compositions: Compared with RESTful WSCs, SOAP-based compositions employ more sophisticated techniques including heavyweight protocols and a set of WS-* stack, which can satisfy more QoS requirements while also dealing with more information. Therefore, if the requirement of a particular WSC project can be satisfied by using either RESTful or SOAP-based approach, we can assert:
• DA6. In general, the techniques used for the SOAP-based implementation are more difficult than that for the RESTful implementation.
• DA7. In general, the SOAP-based implementation deals with more information than the RESTful implementation does.
By using Fso for representing the effort factor SOAP and Fre for REST, the effort comparison and scores can be listed in Table 5 . Table 5 Effort comparison between SOAP-based and RESTful composition approaches
4 For manual, semi-automated, and automated compositions: During the design time of WSC, the more automated the design processes are, the less human activities the compositions will require, and the less detailed information developers should concern. Considering the realisation of automation usually requires assistant tools and more techniques, for example, the semantic matching approach (Fox, 1981) , different DAs for a particular WSC project can be abstracted and listed as:
• DA8. In general, the manual implementation requires more human activities than the semi-automated implementation, while the semi-automated implementation requires more human activities than the automated implementation.
• DA9. In general, the manual implementation concerns more detailed information than the semi-automated implementation, while the semi-automated implementation concerns more detailed information than the automated implementation.
• DA10. In general, the techniques used for the manual implementation are less difficult than that for the semi-automated implementation, while the techniques used for the semi-automated implementation are less difficult than that for the automated implementation.
• DA11. In general, the automated implementation adopts more tools than the semi-automated implementation, while the semi-automated implementation adopts more tools than the manual implementation.
By using Fma for representing the effort factor manual, Fsa for semi-auto and Fau for auto, the effort comparison and scores can be listed in Table 6 . Table 6 Effort comparison between manual, semi-automated and automated composition approaches
S(E Fma-CE2' ) = 2 + 2 = 4 S(E Fsa-CE2' ) = 1 + 2 =3 S(E Fau-CE2' ) = 1 + 1 =2
S(E Fma-CE5' ) = 1 + 1 = 2 S(E Fsa-CE5' ) = 2 + 1 = 3 S(E Fau-CE5' ) = 2 + 2 = 4
S(E Fma-CE6' ) = 2 + 2 = 4 S(E Fsa-CE6' ) = 1 + 2 = 3 S(E Fau-CE6' ) = 1 + 1 = 2 Total E Fma > E Fsa > E Fau S(E Fma ) = 14, S(E Fsa ) = 12, S(E Fau ) = 10 5 For static and dynamic compositions: If we emphasise the adaptation in both static and dynamic compositions during runtime, we can draw the same conclusions through the similar analysis as above. Note although dynamic composition intuitively involves more complex concerns than static one does, in practice, dynamic composition is generally supported by existing engines or tools while static composition has to realise adaptation by adjusting web services manually. Since the complexity of manual adaptation depends on the unpredictable situation in the future, the DAs related to complexity cannot be decided here. Consequently, we can similarly summarise:
• DA12. In general, the static implementation requires more human activities than the dynamic implementation.
• DA13. In general, the static implementation concerns more detailed information than the dynamic implementation.
• DA14. In general, the techniques used for the static implementation are less difficult than that for the dynamic implementation.
• DA15. In general, the dynamic implementation adopts more tools than the static implementation.
By using Fst for representing the effort factor static and Fdy for dynamic, the effort comparison and scores can be listed in Table 7 . Table 7 Effort comparison between static and dynamic composition approaches
6 For one-stop, bridge and double-bridge process models: Considering that one-stop process delivers executable specifications, bridge process focuses on the abstract modelling, and double-bridge process focuses on the composition requirement, approaches adopting one-stop process have to deal with the most information while double-bridge process-based approaches deal with the least information for one certain task of WSC. Meanwhile, double-bridge approaches have the longest processes while one-stop approaches have the shortest. However, we can imagine that both one-stop and bridge processes also contain two transformation procedures as well as double-bridge process does. The intangible transformation procedures essentially take place as mental activities, while the tangible ones can be supported by tools. Therefore, it can be found that double-bridge approaches require less human activities and use more tools, one-stop approaches require more human activities and use less tools, while bridge approaches are in the middle. When it comes to techniques, it is nearly impossible to compare the difficulty levels behind the process models with each other. Consequently, here we simply treat their difficulties similarly. Overall, when choosing different process models for a particular WSC project, we can assert: • DA16. In general, the one-stop implementation requires more human activities than the bridge implementation, while the bridge implementation requires more human activities than the double-bridge implementation.
• DA17. In general, the one-stop implementation concerns more detailed information than the bridge implementation, while the bridge implementation concerns more detailed information than the double-bridge implementation.
• DA18. In general, the double-bridge implementation has more complex process than the bridge implementation, while the bridge implementation has more complex process than the one-stop implementation.
• DA19. In general, the difficulty of techniques used for the one-stop, bridge, and double-bridge implementations are similar.
• DA20. In general, the double-bridge implementation adopts more tools than the bridge implementation, while the bridge implementation adopts more tools than the one-stop implementation.
By using Fos for representing the effort factor one-stop model, Fbr for bridge model and Fdb for double-bridge model, the effort comparison and scores can be listed in Table 8 . Table 8 Effort comparison between one-stop, bridge and double-bridge process-based composition approaches
S(E Fos-CE1 ) = 2 + 2 = 4 S(E Fbr-CE1 ) = 1 + 2 = 3 S(E Fdb-CE1 ) = 1 + 1 = 2
S(E Fos-CE2' ) = 2 + 2 = 4 S(E Fbr-CE2' ) = 1 + 2 = 3 S(E Fdb-CE2' ) = 1 + 1 = 2
S(E Fos-CE2' ) = 1 + 1 = 2 S(E Fbr-CE2' ) = 2 + 1 = 3 S(E Fdb-CE2' ) = 2 + 2 = 4
S(E Fos-CE5' ) = 1 + 1 = 2 S(E Fbr-CE5' ) = 1 + 1 = 2 S(E Fdb-CE5' ) = 1 + 1 = 2
S(E Fos-CE6' ) = 2 + 2 = 4 S(E Fbr-CE6' ) = 1 + 2 = 3 S(E Fdb-CE6' ) = 1 + 1 = 2 Total E Fos > E Fbr > E Fdb S(E Fos ) = 16, S(E Fbr ) = 14, S(E Fdb ) = 12
Qualitative effort comparison between different WSC approaches
To realise the effort comparison between different WSC approaches, we should find a way to reflect the combined influences of different factors on the composition effort. Considering different types of contexts can be superposed together to influence WSC, we define that the scores for different context types are accumulable in the context dimension. Meanwhile, considering the context and process dimensions are independent of each other, we can further define that the effort scores are multipliable across different dimensions. As such, the effort score of a WSC approach can be expressed through the sum and product of the scores of relevant effort factors. According to the combination of different effort factors identified in the classification matrix, there are 144 different types of WSC approaches in total (3 × 2 × 2 × 2 × 3 × 2 = 144). Therefore, we can fill the applicable associations between circumstantial evidences and DAs, and the corresponding effort scores to the classification matrix to achieve an effort checklist of 144 types of WSC approaches, as demonstrated in Appendix. Benefiting from this checklist, we can conveniently judge the qualitative effort between different approaches for a certain WSC instance: one composition approach requires more effort than another does if the former's effort score is bigger than the latter's. However, it should be noted that the scores do NOT indicate any count of the amount of effort. Instead, these quantitative numbers are only used to facilitate qualitatively judging the effort of different composition approaches before implementing a WSC. Meanwhile, some other meaning of the effort scores can be further revealed. By investigating the result and procedure of the calculation of effort scores, as shown in Figure 5 , we can find that the amount of applicable hypotheses implies the times of comparisons, while the times of consistent comparisons is proportional to the difference between resulting scores of effort factors. Here, we define different comparisons are consistent when the same conclusion can be drawn in these comparisons by applying different hypotheses. For example, there are two consistent comparisons when applying circumstantial evidences CE3 and CE5' to the compare between orchestration and choreography in Table 3 . Since the consistent comparisons can help to confirm and reinforce the comparison result, the difference between scores of effort factors reflects the extent of our confidence in the effort judgement. When it comes to composition approaches, the difference between total effort scores is further magnified through the summation and multiplication by scores of effort factors. Therefore, to summarise, the larger difference that exists between two approach effort scores, the more confidence we will have in the judgement result.
6 A case study of effort judgement for WSC-based SOA project After analysing the effort of different types of WSC approaches based on a classification matrix, we can now tackle the problem of effort judgement for WSC-based SOA implementations. Here, we employ the RailCo Ltd. case study presented in Erl (2005) to demonstrate the effort judgement approach proposed in this paper. RailCo Ltd. is a railway parts supplier company specialising in air brakes and related installation tools. To improve the working efficiency of this company, a service-oriented analysis was conducted, which decomposed the business process logic into two business services that are composed of four application services. Therefore, the redesigned automation system can be viewed as a typical WSC-based SOA implementation, as illustrated in Figure 6 . By applying the algorithm listed in Table 1 Suppose there are three candidate implementation proposals listed in Table 9 : Proposal 1 and Proposal 2 use only WSC approach 1 and WSC approach 7 respectively to implement the SOA project, while Proposal 3 employs a combination of WSC approach 2, 5, and 9 to satisfy the requirement. Through the implementation effort scores, we can find that second implementation proposal requires the least effort among those three ones. Moreover, compared with Proposal 3, we have more confidence to say that Proposal 1 requires more effort than Proposal 2.
Conclusions and future work
Due to the number of various WSC approaches developed in the literature, it is impossible to collect development data through experiments to do quantitative effort estimation for WSC-based SOA implementations. Therefore, we propose the circumstantial-evidence-based method to facilitate qualitatively judge the effort of different proposals before implementing a WSC-based SOA project. The contribution of this paper is mainly three-fold. First, we employ a generic strategy of effort judgement for WSC-based SOA implementations. The strategy can be realised by different approaches in addition to ours. Second, the proposed circumstantial-evidence-based judgement can not only help settle implementation design for a WSC-based SOA project, but also act as complementary to expert judgement for the implementation effort. Moreover, the circumstantial evidences in the context of effort judgement can be accumulated and deposited as general knowledge to further guide and assess individual expert judgements. Third, we develop a method of assigning scores to effort factors of WSC, which can be used to facilitate the qualitative effort judgement between different effort factors, between different type of WSC approaches and even between different SOA implementation proposals. Our future work will be unfolded in two steps. Firstly, we will continue to mine more circumstantial evidences for effort judgement from both literature and external experts. The collected circumstantial evidences can be arranged into a knowledge base. Benefitting from the knowledge base, secondly, we will be able to establish an expert system together with the analysis of WSCs in this paper, to give effort-related suggestions before implementing WSC-based SOA projects. 
