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ABSTRACT 
This project is focused on implementation of the Proportional (P), Integral (I) and 
Derivative (D) control system algorithms in microcontroller unit (MCU) for direct 
current (DC) Motor speed control. The PlC series, P1C18F2331 has been used to 
perform the processing of PID algorithms for DC motor control purpose. The focus is 
on 12 volt DC motor with 30 revolutions per minute (rpm) maximum speed. No-load 
case and loaded case are the scope for this research. Three experiments have been done 
to look how much PID control algorithms affect the performances on driving actual DC 
motor; P1 algorithm experiment, PD algorithm experiment and PID algorithm 
experiment. The result shows that, implementation of PID algorithm in small scale 
MCU is possible. PID algorithm that has been implemented in MCU inside the DC 
motor controller module system can eliminate the steady state error and overshoot 
problem including settling time. By creating real time data acquisition software, the 
performance of the system is monitored and later on analyzed. It is later found out that 
the PID algorithm has been able to create faster settling time while the overshoot has 
been reduced to 5% and the steady-state has been successfully reduced. The impact of 
the load and no load application of the PID algorithm can be clearly seen by how the 
PID algorithm has helped the controller to drive a loaded DC motor to the desired speed 
which could not be achieved without the PID algorithm.
Iv 
ABSTRAK 
Projek mi memfokuskan kepada implementasi algoritma system kawalan 
"Proportional", "Integral" clan "Derivative" di dalam mikropengawal untuk mengawal 
kelajuan motor arus terus. Mikropengawal yang kecil dan murah telah diprogramkan 
dengan sejenis algoritma untuk membetulkan masalah "steady-state error" untuk motor 
arus terus yang beroperasi menggunakan 12 Voltan arus terus dan dengan kelajuan 30 
revolusi per minit (rpm). Skop projek mi adalah kawalan kelajuan terhadap kes tanpa 
beban. Tiga eksperimen dijalankan untuk melihat sejauh mana algoritma "PID" 
memainkan peranan dalam pemacuan motor arus terus. la terdiri dari pengawal "PT", 
pengawal "PD" clan juga pengawal "PID". Keputusan eksperimen menunjukkan, 
implementasi algoritma "PD" dalam mikropengawal adalah 'sesuatu yang boleh 
dilaksanakan. Algoritma "PID" yang telah dihasilkan diapliklasikan kedalam 
mikropengawal yang terdapat didalam modul pengawal kelajuan mampu melenyapkan 
"steady-state error" clan "overshoot" termasuk "settling time". Dengan menghasilkan 
perisian "real time data acquisition" prestasi sistem boleh diawasi dan dianalisis. 
Didapati bahawa algoritma "PID" yang dihasilkan mampu mempercepatkan "settling 
time" dan juga mengurangkan masalah "overshoot" sebanyak 5 % clan "steady-state 
error" berjaya dikurangkan. Kesan algoritma "PID" tersebut dalam aplikasi yang 
menggunakan beban jelas kelihatan apabila algoritma tersebut berjaya membantu sistem 
pengawal untuk memacu motor arus terus ke tahap kelajuan yang diingini.
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CHAPTER 1 
INTRODUCTION 
1.1	 Background 
In many industrial and general applications it is desired that the speed of a motor 
is restored and maintained during any disturbances to a set value. A scaled down model of 
this controlling scenario is created by inducing disturbances in this scaled down model 
and by taking feedback from the output, we will restore the system to a set value by using 
the Proportional Integral Derivative (PID) control scheme. 
The PID controller calculation involves three separate parameters; the 
Proportional( P ), the Integral( I ) and Derivative( D ) values. The Proportional value 
determines the reaction to the current error, the Integral determines the reaction based on 
the sum of recent errors and the Derivative determines the reaction to the rate at which the 
error has been changing. The weighted sum of these three actions is used to adjust the 
speed of the dc motor via the microcontroller.
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1.2	 Objective 
The objective of this project is to design a firmware PID sub-routine in 
microcontroller for computer-based speed control. The PID algorithm written as a 
computer program will be embedded in a hardware device which is the microcontroller. 
This firmware is intended to be used to any kind of dc motor that needs to operate under 
PID control system. 
	
1.3	 Scope 
The project consists of 3 scopes. The first scope is DC motor steady-state error 
correction under no load case and loaded case. Steady-state error is defined as the 
difference between the input and output of a system in the limit as the response has 
reached the steady state. Steady-state error determines the stability of a system and it is 
important that the steady-state error is kept at minimum as possible. The second scope is 
DC motor overshoot control 'under no load case and loaded case. Overshoot refers to an 
output exceeding its final, steady-state value. Once the motor start running, its momentum 
will drive it pass the speed it should be. Overshoot should be reduced by the controller at 
the expense of a longer rise time. The third scope is the creation of a Control Panel that 
allows data monitoring for performance analysis. It is important that these project features 
user friendly interface. By using a control panel, the user can simply insert the PID gains 
and the performance of the motor can be monitored from the control panel.
CHAPTER 2 
LITERATURE REVIEW 
2.1	 DC Motor Characteristic 
A common actuator in control systems is the DC motor. It directly provides 
rotary motion and, coupled with wheels or drums and cables to provide transitional 
motion. Some of it characteristics that can be addressed are: 
1. Moment of inertia of the rotor (J) 
2. Damping ratio of the mechanical system (b) 
3. Electromotive force constant (Ke) 
4. Electric resistance I 
5. Electric inductance (L) 
6. Input (V) 
7. Output (theta) 
8. The rotor and shaft are assumed to be rigid
:0.01 kg.mA2/s2 
:0.1 Nms 
:0.01 NmlAmp 
:1 
:0.5 H 
:Source Voltage 
:Position of shaft
ri 
To meet with the design requirements, first the motor can only rotate at 0.1 
rad/sec with an input voltage of 1 Volt. Since the most basic requirement of a motor is 
that it should rotate at the desired speed, the steady-state error of the motor speed should 
be less than 1%. The other performance requirement is that the motor must accelerate to 
its steady-state speed as soon as it turns on. In this case, the motor should have a settling 
time of 2 seconds. Since a speed faster than the reference may damage the equipment, it 
also need to have an overshoot of less than 5%.Using MATLAB, the original open-loop 
performances can be plotted as figure below. 
I,; 
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Figure 2.1	 Step Response of Open Loop System 
If the reference input is simulated by an unit step input, then the motor speed 
output should have: 
1. Settling time less than 2 seconds 
2. Overshoot less than 5% 
3. Steady-state error less than 1% [1] 
0
0
2.2	 PID Implementation on DC Motor Close Loop Control 
The closed-loop controller is a very common means of keeping motor speed at 
the required set point under varying load conditions. It is also able to keep the speed at the 
set point value where for example, the set point is ramping up or down at a defined rate. 
In the closed loop speed controller, a signal proportional to the motor speed is 
fed back into the input where it is subtracted from the set point to produce an error signal. 
This error signal is then used to work out what the magnitude of controller output should 
be to make the motor run at the required set point speed. For example, if the error speed is 
positive, the motor is running too fast so that the controller output should be reduced and 
vice-versa. 
If a load is applied, the motor slows down so that a positive error speed is 
produced. The output increases by a proportional amount to try and restore the speed. 
However, as the motor speed recovers, the error reduces and so therefore does the drive 
level. The result is that the motor speed will stabilize at some speed below the set point at 
which the load is balanced by the error speed times the gain. If the gain is very high so 
that even the smallest change in motor speed causes a significant change in drive level, 
the motor speed may oscillate. This basic strategy is known as "proportional control" and 
on its own has only limited use as it can never force the motor to run exactly at the set 
point speed. 
The next improvement is to introduce a correction to the output which will keep 
adding or subtracting a small amount to the output until the motor reaches the set point, at 
which point no further changes are made. In fact a similar effect can be had by keeping a 
running total of the error speed speeds observed for instance, every 25ms and multiplying 
this by another gain before adding the result the proportional correction found above. This 
new term is based on what is effectively the integral of the error speed. 
The proportional term is a fast-acting correction which will make a change in the 
output as quickly as the error arises. The integral takes a finite time to act but has the 
ability to remove all the steady-state speed error.
A further refinement uses the rate of change of error speed to apply an additional 
correction to the output drive. This means that a rapid motor deceleration would be 
counteracted by an increase in drive level for as long as the fall in speed continues. This 
final component is the "derivative" term and it is a useful means of increasing the short-
term stability of the motor speed. A controller incorporating all three strategies is the 
well-known Proportional-Integral-Derivative, or "PID" controller. 
Creating PID algorithm involves lots of concern in terms of the programming. 
The main issue on implementing PID control system is on how to program the algorithm 
and correctly functioning as true PID behavior. For the error calculation results, the plant 
variables might be bigger than Set point value and gives negative Error result. As a 
solution, the program must have conversion subroutine to ensure the Error result is in 
positive value. Another aspect to consider is the Integral Windup. Integral term is based 
on the sum of all previous observed error speeds. However the integral can continuous to 
integrate indefinitely, thus the microcontroller program must check for overflow on the 
resulting integral term. [2] 
For best performance, the proportional and integral gains need careful tuning. 
For example, too much integral gain and the control will tend to over-correct for any 
speed error resulting in oscillation about the set point speed. Integral gains ensure that 
under steady state conditions that the motor speed almost exactly matches the set point 
speed. A low gain can make the controller slow to push the speed to the set point but 
excessive gain can cause huhting around the set point speed. In less extreme cases, it can 
cause overshoot whereby the speed passes through the set point and then approaches the 
required speed from the opposite direction. Unfortunately, sufficient gain to quickly 
achieve the set point speed can cause overshoot and even oscillation but the other terms 
can be used to damp this out. Proportional gains gives fast response to sudden load 
changes and can reduce instability caused by high integral gain. This gain is typically 
many times higher than the integral gain so that relatively small deviations in speed are 
corrected while the integral gain slowly moves the speed to the set point. Like integral 
gain, when set too high, proportional gain can cause an oscillation of a few Hertz in motor 
speed.
7 
There are many ways for an initial setting of the gains. One of it is to set the set 
point to maximum speed and with the integral and derivative gains at zero, increase the 
proportional gain so that the speed reaches the maximum possible before a speed 
oscillation sets in. Reduce the set point to zero. Repeatedly apply a step change in set 
point to 75% of full speed and increase the integral gain gradually until the speed starts to 
overshoot. 
The speed should rise quickly with the step change and settle at the set point 
without significant overshoot. The integral gain setting will be particularly influenced by 
the moment of inertia of the load and some experimentation will be required. The 
controller is configured as a proportional-integral controller which should quickly correct 
speed errors without oscillation. [3] 
A simulation of how PID controller works can be done through MATLAB. First, 
the proportional control was put to the test. By using a gain of 100, and by using 
MATLAB rn-file, the following plot is generated. 
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Figure 2.2	 Step Response with Proportional Control
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From the plot above, the steady-state error and the overshoot are too large. 
Adding an integral term will eliminate the steady-state error and a derivative term will 
reduce the overshoot. Inserting a small Ki and Kd to the system and the plot as figure 
below is obtained. 
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Figure 2.3
	 PID Control with Small Ki and Kd 
From the figure above, it is seen that the settling time is too long. Increasing K1 
will reduce the settling time as the figure below.
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Figure 2.4
	 PID Control with Large Ki 
From the figure above, it is seen that the response is much faster than before, but 
the large Ki has worsened the transient response and result in big overshoot. Increasing 
Kd will reduce the overshoot and figure as below is obtained. From the figure above, the 
design requirements has been achieved. [4]
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Figure 2.5	 PID Control 
2.3	 Adaptive PID 
The term adaptive system implies that the system is capable of accommodating 
unpredictable environmental changes, whether these changes arise within the system or 
external to it. The adaptive control scheme consists of two parts. The first part is using 
initial or updated PID parameters, the controller will be taking in input samples, 
processing them, and sending them out to the motor. The second part is updating the 
controller parameters. This process continues until the error signal approach zero. [5]
I  
2.4	 PID Tuning 
Tuning a PID is the adjustment of its control parameters to the optimum values 
for the desired control response. The optimum behavior of a process varies depending on 
the application. There are several methods for tuning a PID. The most effective methods 
generally involve the development of some form of process model, then choosing P, I and 
D based on the dynamic model parameters. 
Table 2.1: Choosing a Tuning Method 
Choosing a Tuning Method 
Method Advantages Disadvantages 
Manual Requires experienced 
No math required. Online Method 
Tuning personnel 
Ziegler- Process upset, some trial- 
Proven method. Online method and-error, very aggressive Nichols
tuning 
Consistent tuning. Online or offline 
Software method. May include valve and sensor Some cost and training 
Tools analysis. Allow simulation before involved 
downloading 
Cohen- Some math. Offline 
Good process model method. Only good for Coon
first-order processes.
