

























































































































































































































































































































































Aquest	 Treball	 de	 Final	 de	 Grau	 és	 de	 l’especialitat	 d’Enginyeria	 del	 Software	 de	 la	
Facultat	d’Informàtica	de	Barcelona	de	 la	Universitat	Politècnica	de	Catalunya.	És	un	
projecte	de	la	modalitat	A	que	consisteix	en	un	software	que	permet	a	usuaris	jugar	a	
















































Els	 actors	 implicats	 són	 aquells	 que	 es	 beneficien	 o	 estan	 interessats	 en	 la	
implementació	del	joc.	
1.2.1. DESENVOLUPADOR,	DISSENYADOR	I	BETA	TESTER	








i	 supervisar	 el	 desenvolupament	 del	 projecte	 tenint	 en	 compte	 els	 objectius	 i	 els	
terminis	establerts.	
1.2.3. DESENVOLPUADORS	DE	SOFTWARE	
Les	 empreses	 creadores	 de	 jocs	 podrien	 estar	 interessades	 en	 el	 joc	 per	 l’amenaça	
financera	que	pot	 comportar	 l’entrada	en	mercat	del	 joc	 i/o	 l’interès	per	obtenir	els	
drets	del	mateix	per	a	poder-lo	comercialitzar.	







La	 creació	 d’un	 videojoc	 per	 a	 dispositius	mòbils	 és	 quelcom	 que	 s’ha	 fet	 des	 de	 la	
creació	 dels	 primers	 mòbils.	 La	 idea	 de	 Scarmmikub	 però	 és	 totalment	 nova.	 Tan	
Rummikub	com	Scrabble	són	dos	jocs	de	taula	que	s’han	adaptat	a	dispositius	mòbils	de	
diferents	maneres	però	no	és	així	amb	la	combinació	d’ambdós.	
Per	 tant,	 la	 solució	 d’aquest	 projecte	 partirà	 de	 zero	 amb	 el	 disseny	 d’un	 projecte	
totalment	nou	i	no	serà	adaptació	d’un	altre	existent.	
1.3.2. ESTUDI	DE	MERCAT	

























A	 continuació	 es	 mostren	 les	 competències	 tècniques	 que	 s’ha	 escollit	 per	 aquest	
projecte	i	el	seu	nivell	d’assoliment.	




CES1.2:	 Donar	 solució	 a	 problemes	 d'integració	 en	 funció	 de	 les	 estratègies,	 dels	
estàndards	i	de	les	tecnologies	disponibles.	
S’espera	assolir	un	nivell	baix	d’aquesta	competència	ja	que	no	es	creu	que	hi	hagi	molts	































































i	 així	 determinar	 el	 guanyador	 en	 funció	 del	 qui	 té	 menys	 punts	 en	 un	 nombre	
determinat	de	partides	seguides.	
Amb	el	funcionament	del	joc	entès	ja	es	podrà	començar	amb	els	subobjectius	descrits	












































descrita	 cada	 vegada	 que	 se	 n’afegeixi	 una	 de	 nova.	 Aquest	 procés	 es	 realitzarà	
















































Posada	apunt	de	 la	gestió	d’usuaris	 i	 la	seva	corresponent	 interacció	amb	 la	base	de	
dades.	
3.2.4.3. INTERFÍCIE	GRÀFICA	MÍNIMA	
Interfície	 gràfica	 del	 joc.	Durant	 tot	 el	 desenvolupament	 s’hi	 anirà	 introduint	 canvis,	
segons	les	funcionalitats	afegides.	
3.2.4.4. MECÀNICA	BÀSICA	DEL	JOC	






Prova	 de	 cada	 funcionalitat	 afegida	 i	 desenvolupada	 per	 comprovar	 el	 correcte	
funcionament	de	les	afegides	anteriorment	i	les	noves.	
















MacBook	 Pro.	 Intel	 Core	 i5	 de	 doble	




























































còmode	amb	el	 temps	disposat.	 Les	extres	haurien	de	ser	aquelles	que	 teòricament,	
amb	el	temps	disponible,	es	podrien	implementar	però	que	en	cas	d’algun	contratemps	
























ROL	 ÀLIES	 €	PER	HORA	 HORES	 COST	
CAP	DE	PROJECTE	 C	 45€	 120	 5.400,00€	
ANALISTA	 A	 25€	 40	 1.000,00€	
DISSENYADOR	 D	 30€	 60	 1.800,00€	
DESENVOLUPADOR	 V	 23€	 260	 5.980,00€	
TESTEJADOR	 T	 15€	 60	 900,00€	




NOM	DE	LA	TASCA	 HORES	ESTIMADES	 ROL	 COST	
GESTIÓ	DE	PROJECTES	 86	 C	 3.870,00€	
CONTEXTUALITZACIÓ	 20	 	 	
ABAST	DEL	PROJECTE	 12	 	 	
PLANIFICACIÓ	TEMPORAL	 22	 	 	




CERCA	D’INFORMACIÓ	 20	 A	 500,00€	
CONFIGURAR	ENTORN	DE	TREBALL	 18	 V	 414,00€	




GESTIÓ	D’USUARIS	 35	 	 	
INTERFÍCIE	GRÀFICA	MÍNIMA	 45	 	 	
MECÀNICA	BÀSICA	DEL	JOC	 65	 	 	
	 25	
MILLORA	 D’INTERFÍCIE	 GRÀFICA	 I	
MECÀNICA	DEL	JOC	
43	 	 	
PROVA	DE	FUNCIONALITATS	 60	 T	 900,00€	
REDACCIÓ	DE	LA	MEMÒRIA	 80	 C+A+D+V	 4.290,00€	



















RECURS	 PREU	 AMORTITZACIÓ	 COST	ESTIMAT	
MAC	OS	SIERRA	 -	 -	 0,00€	
ANDROID	STUDIO	 0,00€	 -	 0,00€	
GMAIL	 0,00€	 -	 0,00€	
BITBUCKET	 0,00€	 -	 0,00€	
LIBGDX	 0,00€	 -	 0,00€	
TEXTURE	PACKER	 0,00€	 -	 0,00€	
	 26	
MICROSOFT	OFFICE	MAC	 149,00€	 3	 20,69€	
PHOTOSHOP	 24,19€/mes	 3	 120,95€	




A	més	 a	més,	 existeixen	 costos	 indirectes	 en	 el	 desenvolupament	 del	 projecte.	 Són	
costos	de	recursos	que	actuen	indirectament	en	aquest	procés.	Un	exemple	és	consum	
elèctric,	que	l’estimarem	a	2kWh	diaris	durant	els	5	mesos.	
RECURS	 PREU	 QUANTITAT	 COST	ESTIMAT	
LLOGUER	OFICINA	 430€/mes	 5	mesos	 2.150,00€	
CONSUM	ELÈCTRIC	 0,15€/mes	 300kWh	 45,00€	
ADSL	 44,00€/mes	 5	mesos	 220,00€	
COMPTE	ANDROID	DEVELOPER	 22,45€	 -	 22,45€	







Tenint	en	compte	 la	previsió	d’uns	7	dies	de	 retràs	possible,	el	 cost	dels	 imprevistos	
estimats	total	és	de	41,51€	*	7	+	6,46€,	297,00€.	
4.1.5. CONTINGÈNCIA	I	COST	TOTAL	
















































baixa	 pobresa	 i	 moltes	 oportunitats	 de	 creixement.	 Això	 implica	 que	 sigui	 un	 lloc	
favorable	a	rebre	el	que	el	projecte	ofereix,	ja	que	consisteix	en	un	joc	per	dispositius	















































































Si	 són	 de	 2	 a	 4	 jugadors,	 4	 colors	 de	 boles	 (amb	 les	 seves	 sèries	 numèriques)	 i	 4	













tenen	 el	mateix	 número	 i	 el	 color	 estrictament	 diferent.	 Les	 sèries	 numèriques	 són	
cícliques	i	quan	s’arriba	al	15	es	pot	continuar	a	l’1	i	a	l’inrevés.		
El	jugador	haurà	d’efectuar	el	seu	moviment	dins	el	temps	marcat.	Durant	aquest	temps	











El	 joc	 pot	 jugar-se	 en	mode	 online	 contra	 jugadors	 i	 màquines	 o	 en	 offline,	 només	
màquines.	Cronometrant	el	joc,	té	una	duració	d’entre	10	i	20	minuts	cada	partida	però	



























el	 llenguatge	de	programació	 Java.	Aquest	 és	 de	programació	orientada	 a	 objectes	 i	
facilita	el	tipus	de	treballs	com	el	d’aquest	projecte.	La	programació	orientada	a	objectes	








LibDGX	 és	 un	 framework	 lliure	 multiplataforma	 que	 funciona	 en	 Java.	 Disposa	 de	





Apart	 de	 la	 possibilitat	 multiplataforma	 que	 ofereix,	 LibGDX	 no	 deixa	 de	 ser	 una	
excepcional	eina	per	crear	videojocs	en	2D.	Les	llibreries	que	ofereix	es	poden	utilitzar	



















torn	 asíncron.	 Pel	 cas	 d’Scrammikub	 es	 necessita	 el	 mode	 a	 temps	 real	 ja	 que	 per	
començar,	el	joc	va	per	temps	i	necessita	ser	síncron.		
Per	integrar	aquesta	API	es	necessita	crear	un	compte	de	desenvolupador	de	Google.	
Així,	 amb	 aquest	 compte,	 pots	 accedir	 a	 una	 consola	 de	 control	 de	 les	 aplicacions	







A	 més	 de	 configurar	 aquesta	 consola,	 és	 necessari	 instal·lar	 paquets	 específics	





L’opció	d’utilitzar	aquesta	eina	per	al	projecte	és	adequada	 ja	que	permet	 facilitar	 la	
implementació	i	l’ús	de	l’arquitectura	del	servidor.	De	fet,	ho	facilita	fins	el	punt	de	no	
necessitar	 tractar	 cap	 mena	 d’informació,	 no	 cal	 gestionar	 cap	 base	 de	 dades	 ni	

























molt	 en	 compte	 al	 principi,	 aquest	 programa	 ha	 tingut	 un	 gran	 pes	 durant	 el	
desenvolupament.	 S’ha	 necessitat	 per	 crear	 totes	 les	 textures	 del	 joc,	 tant	 les	




























pot	 entrar	 de	 l’habitació	 si	 crea	 una	 partida	 nova	 o	 si	 s’uneix	 a	 una	 creada,	 i	 pot	
abandonar	quan	ho	desitgi.	En	tot	moment	manté	un	conjunt	d’usuaris	d’habitació	el	
qual	actualitza	cada	vegada	que	un	s’hi	uneix	o	se’n	surt.	








































peticions	de	canvi	d’informació	del	model	quan	 la	vista	ho	demana,	o	 també	 li	dóna	
aquella	informació	que	necessita	i	que	es	troba	en	el	model.	


























Aquesta	 imatge	 està	 presa	 durant	 la	 monitorització	 d’un	 smartphone	 Nexus	 5	 amb	
Android	6.0	en	l’execució	d’Scrammikub	en	un	dels	moments	més	crítics:	una	partida	
online	amb	 jugadors	online	 i	màquines.	 S’observa	que	 s’utilitza	uns	18MB.	Fent	més	
proves	es	poden	trobar	valors	d’entre	16MB	a	26MB.	
A	més,	per	comparar	els	resultats	amb	una	aplicació	similar	(Rummy[11])	s’ha	instal·lat	
en	 el	 mateix	 smartphone	 un	 monitor	 del	 sistema	 (Simple	 System	 Monitor[12]).	 El	












































primera	en	prendre	el	 control.	A	 grans	 trets	 és	 l’adaptador	o	 l’enllaç	que	 lliga	 tot	 el	
disseny	 de	 domini	 i	 de	 presentació	 amb	 la	 capa	 de	 persistència	 proporcionada	 pels	
serveis	de	Google.	En	altres	paraules,	és	la	classe	que	maneja	l’API	de	Google	necessària	











































































Aquesta	 classe	 és	 l’anomenada	 factoria	 dels	 controladors.	 Bàsicament	 s’encarrega	
d’instanciar	tots	els	controladors	(en	aquest	cas	el	PlayController	 i	OfflineController)	 i	
	 42	

















l’usuari	 ha	 baixat,	 la	 funció	 busca	 un	 espai	 buit	 a	 la	 seva	Hand	 i	 li	 col·loca.	 Després	








bola	 número	 5	 i	 la	 del	 número	 5	 al	 lloc	 de	 la	 del	 6,	 quan	 la	 funció	
s’executi	no	podrà	simplement	agafar	la	bola	en	la	posició	que	està	ara	










Aquesta	 funció,	 de	 manera	 similar	 a	 l’anterior,	 mou	 aquelles	 boles	 que	 els	 usuaris	










Si	 P1,	 P2	 i	 P3	 són	 els	 jugadors	 online	 i	 M1	 i	 M2	 les	





els	 oponents	 podran	 veure	 com	 s’actualitzarà	 el	 torn	
(les	 boles	 i	 la	 senyal	 vermella	 darrera	 els	 ninotets	
vermella	que	indica	el	torn)	per	cada	màquina.	
Entès	el	flux	de	joc,	s’entén	que	 initHandMaster	 inicia	








































Aquesta	 classe	és	el	 controlador	de	gestionar	 les	màquines.	 En	altres	paraules,	 és	el	
mòdul	d’intel·ligència	artificial	del	programa.	Té	com	a	objectiu	imitar	el	comportament	
	 45	











OfflineController	 ofereix	 unes	 màquines	 que	 són	 intel·ligents	 però	 no	 en	 el	 grau	
suficientment	com	per	guanyar	a	una	persona	humana,	almenys	la	majoria	de	vegades.	







































Classe	 model	 que	 conté	 totes	 les	 boles	 possibles	 del	 joc.	 Depenent	 del	 nombre	 de	






permet	el	control	de	 les	posicions	 lliures	o	ocupades	de	 la	mà,	necessari	per	a	altres	
operacions	dels	controladors.	
7.3.13. BALL	












































Per	 poder	 fer	 aquestes	 accions	 i	 algunes	 de	 les	 que	 es	 veuran	 a	 continuació,	 va	 ser	
necessari	 crear	 una	 pantalla	 per	 a	 que	 l’usuari	 pogués	 interactuar	 i	 fer	 tals	 accions.	
S’anomena	Menu.	

















La	 bossa	 és	 on	 es	 guarda	 totes	 les	 boles	 del	 joc.	 És	 un	 element	 que	necessitava	 ser	
actualitzat	 cada	 vegada	que	un	 jugador	 agafava	una	bola	 i	 a	més	havia	de	 fer-se	de	






















tornar	 a	 la	mà	 una	 bola	 concreta	 que	 s’havia	 posicionat	 al	 taulell.	 Per	 fer-ho	 es	 va	















el	 torn.	 Aquest	 control	 es	 va	 resoldre	 amb	 la	 funció	 correctMovement	 explicada	
anteriorment.	
8.1.12. AGAFAR	UNA	BOLA	DE	LA	BOSSA	COMPARTIDA	
























































és	 el	 torn	 i	 quants	 jugadors	 hi	 ha	 actius.	 S’ha	 creat	 un	 mecanisme	 encarregat	 de	
transmetre	qui	és	el	nou	jugador	que	té	el	torn	a	tots	els	jugadors.	Bàsicament,	quan	un	

































era	 correcte	 si	 no	 funcionava	 perfectament	 ella	 i	 les	 anteriors	 implementades.	
Bàsicament	s’ha	seguit	la	metodologia	SCRUM	explicada.	
8.1.22. ESTÈTICA	
El	 projecte	 pretenia	 tenir	 una	 estètica	 mínima	 per	 poder	 disposar	 de	 totes	 les	
funcionalitats	 i,	en	cas	de	tenir-ho,	es	milloraria.	Així	podria	millorar	 l’experiència	del	
jugador.	S’ha	pogut	implementar	totes	les	funcionalitats	que	es	requeria	així	que	s’ha	




altres	 jugadors	 humans	 i	 offline	 contra	 jugadors	 artificials	 del	 sistema.	 L’elecció	 del	
mode	s’ha	implementat	en	la	pantalla	Menu	amb	botons	diferents.	



































































































































































• Flux	 de	 torns	 aleatori,	 evitant	 que	 sigui	 estrictament:	Master	 ->	màquines	 ->	
jugadors	online	
• Afegir	sons	i	música	de	fons	
































d’usuaris	 i	 el	 mòdul	 d’intel·ligència	 artificial.	 Malgrat	 això,	 el	 resultat	 compleix	 les	
expectatives	inicials.	
Aquest	treball	ha	permès	experimentar	què	és	dur	a	terme	un	projecte	de	creació	de	

















CES1.2:	 Donar	 solució	 a	 problemes	 d'integració	 en	 funció	 de	 les	 estratègies,	 dels	
estàndards	i	de	les	tecnologies	disponibles.	[Una	mica]	








































































































de	 Google	 amb	 l’API	 del	 projecte,	 s’hauria	 d’enllaçar	 el	 joc	 a	 la	 consola	 del	
desenvolupador	nou	i	afegir	la	identificació	en	el	codi	(arxiu	ids.xml).		
En	la	documentació	de	les	mostres	que	ofereix	Google	de	jocs	utilitzant	aquesta	API	es	
pot	 trobar	 la	 següent	 informació	que	 serien	els	mateixos	passos	 a	 seguir	però	per	 a	
aquest	projecte.	
<h2>How	to	run	a	sample</h2>	
	
1.	Set	up	the	project	in	Developer	Console.	For	more	info:	
	
						https://developers.google.com/games/services/console/enabling	
	
			Note	your	package	name	and	the	APP	ID	of	the	project.	
	
1.	Create	leaderboards/achievements	as	appropriate	for	the	sample	(see	the	ones	that	the	sample	needs	in	its	res/values/ids.xml).		
You	can	do	this	automatically	by	clicking	the	link	below	for	the	sample	you	want	to	configure:	
			1.	[Type	a	Number](http://playgameservices.github.io/android-basic-samples/config-magic/index.html?sample=typeanumber)	
			1.	[Trivial	Quest](http://playgameservices.github.io/android-basic-samples/config-magic/index.html?sample=trivialquest)	
	
Pick	a	set	of	instructions	below	depending	on	whether	you're	using	Eclipse	or	Android	Studio.	
	
<h3>If	you're	using	Eclipse...</h3>	
	
1.	From	the	command	line	run	Scripts/make_eclipse_compat	(or	Scripts/make_eclipse_compat.cmd	on	Windows).		This	creates	
the	directory	structure	needed	to	import	the	projects	correctly.	
1.	Start	Eclipse	
1.	Import	the	Google	Play	Services	library	project	(available	for	download	through	the	SDK	manager):	
				1.	Click	**File	|	Import	|	Android	|	Existing	Android	Code	into	Workspace**	
				1.	Select	`SDK/extras/google/libproject/google_play_services/google_play_services_lib`	(where	`SDK`	stands	for	the	path	where	
you	installed	your	Android	SDK)	
				1.	Click	**Finish**	
1.	Import	`eclipse_compat/libraries/BaseGameUtils`	**as	a	library**	
	 65	
				1.	Click	**File	|	Import	|	Android	|	Existing	Android	Code	into	Workspace**	
				1.	Select	the	`eclipse_compat/libraries/BaseGameUtils`	project	
				1.	Click	**Finish**	
				1.	Right-click	on	`BaseGameUtils`,	then	click	**Properties**	
				1.	In	the	project	properties	window,	click	the	**Android**	section	
				1.	Check	the	**Is	Library**	checkbox	
				1.	Add	a	reference	to	the	`google_play_services_lib`	project	(click	**Remove**	to	remove	any	broken	references,	then	click	
**Add**	to	add	the	correct	one)	
1.	Import	the	desired	sample	from	the	`eclipse_compat`	directory	(Project	|	Import	|	Android	|	Existing	Android	Source)	
1.	Go	into	the	project	properties	window	for	that	project	(right-click,	**Properties**)	and	check	that	this	project	has	a	reference	
to	the	`BaseGameUtils`	project.	
	
Your	project	should	now	compile.	However,	don't	run	it	yet,	since	you	still	need	to	adjust	your	game's	IDs	
in	order	for	the	sample(s)	to	work.	
	
Now	jump	to	the	*Modify	IDs,	compile	and	run*	section	and	continue	to	follow	the	instructions	there.	
	
<h3>If	you're	using	Android	Studio...</h3>	
	
1.	Open	Android	Studio	and	launch	the	Android	SDK	manager	from	it	(Tools	|	Android	|	SDK	Manager)	
1.	Check	that	these	two	components	are	installed	and	updated	to	the	latest	version.	Install	or	upgrade	
			them	if	necessary.	
			1.	*Google	Play	Services*	
			1.	*Google	Repository*	
1.	Return	to	Android	Studio	and	select	*Import	Project*	
1.	Select	the	**BasicSamples**	directory	
1.	Select	"Import	from	existing	model	-	Gradle"	
	
<h3>Modify	IDs,	compile	and	run</h3>	
	
To	set	up	a	sample:	
	
1.	Change	the	application	id	in	the	build.gradle	file	to	your	own	package	name	
			(the	same	one	you	registered	in	Developer	Console!).		You	will	have	to	update	
			the	build.gradle	file	for	each	sample	you	want	to	run.		There	is	no	need	to	
			edit	the	AndroidManifest.xml	file.	
1.	Modify	res/values/ids.xml	and	place	your	IDs	there,	as	given	by	the	
			Developer	Console	(create	the	leaderboards	and	achievements	necessary	for	
			the	sample,	if	any).	In	the	Developer	console,	select	a	resource	type	
			(Achievements,	Events,	Leaderboards)	and	click	"Get	Resources".		Copy	the	
				contents	from	the	console	and	replace	the	contents	of	res/values/ids.xml.	
1.	Compile	and	run.	
	
IMPORTANT:	make	sure	to	sign	your	apk	with	the	same	certificate	
as	the	one	whose	fingerprint	you	configured	on	Developer	Console,	otherwise	
you	will	see	errors.	
	
IMPORTANT:	if	you	are	testing	an	unpublished	game,	make	sure	that	the	account	you	intend	
to	sign	in	with	(the	account	on	the	test	device)	is	listed	as	a	tester	in	the	
project	on	your	Developer	Console	setup	(check	the	list	in	the	"Testing"	
section),	otherwise	the	server	will	act	as	though	your	project	did	not	exist	and	
return	errors.	
	
<h3>If	you're	using	another	build	system...</h3>	
	
If	you	are	using	your	own	build	system,	here	is	a	summary	of	what	you	must	do:	
	
1.	Configure	it	to	treat	**google-play-services_lib**	and	**BaseGameUtils**	as	library	projects,	which	means	that	not	only	their	
code	but	also	their	resources	will	also	get	added	to	the	final	build.	
1.	Make	sure	**TrivialQuest**	depends	on	**BaseGameUtils**	
1.	Make	sure	**BaseGameUtils**	depends	on	**google-play-services_lib**.	
1.	Make	sure	the	build	system	is	signing	the	APK	with	the	right	certificate	(the	one	whose	fingerprint	you	provided	in	the	
Developer	Console	when	creating	your	client	ID)	
	
<h3>Building</h3>	
To	build	the	samples	after	you	have	applied	the	changes	above,	you	can	use	the	build/run	option	in	
Eclipse	or	Android	Studio,	or	build	directly	from	the	command	line	if	you	prefer:	
	
				cd	/path/to/BasicSamples	
				./gradlew	build	
