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Le probleme aborde dans ce meraoire est la conception et Ie developpement d un moteur
d'inference pouvant resoudre un probleme parallelise sur un multiprocesseur. Pour cette
tache, nous utilisons un transputer a 16 processeurs et nous etablissons un lien de com-
munication entre la machine parallele et un logiciel d'interface graphique.
Dans ce memoire, nous presentons une solution a ce probleme. Nous avons con^u et
developpe un modele de moteur d inference parallele utilisant Ie paradigme de la commu-
nication par messages. Ce modele de moteur d inference a, base de regles utilise des faits
representes a 1'aide de triplets (objet, attribut, valeur) et des regles representees par des
antecedents et des consequents. Nous avons mis au point un langage adapte aux besoins
de communication inter-noeuds, ce qui permet au moteur d'inference d'etre generique.
Un mecanisme limitant Ie nombre de messages inter-noeuds Ie distingue. Le lien avec Ie
logiciel d interface graphique perrnet de visualiser 1'etat des bases de faits reparties ainsi
que d interagir avec celles-ci via des primitives de communication et des ports TCP/IP.
Nous presentons deux exemples relevant du domaine du controle et developpes a 1'aide du
moteur d inference. Les deux exemples interagissent avec Ie logiciel d'interface graphique.
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Introduction
Ce memoire porte sur les moteurs d inference a base de regles de production. Dans cette
introduction, nous survolons quelques concepts element aires des moteurs d'inference et
nous introduisons la problematique particuliere faisant 1 ob jet de ce memoire. Puis, nous
decrivons la methodologie utilisee et nous esquissons les resultats obtenus. Finalernent,
nous presentons 1 organisation de ce memoire.
Les moteurs cPinference
Dans sa demarche pour reproduire la pensee humaine, 1'homme a congu differents meca-
nismes de raisonnement [Cho85]. Le moteur d inference est un de ces mecanismes. Mats
qu est-ce qu un moteur d inference? Par definition, un moteur est une cause d'action
[Lar94] et une inference est une operation par laquelle on passe d'une verite a une autre
[Lar94].
En associant ces definitions figuratives a notre propos, les verites d'une inference sont
representees par des faits et des regles de production. Les operations, efFectuees par un




Execution de la regle choisie
Figure 1: Moteur d inference type
Nous pouvons desormais presenter succinctement les concepts elementaires d'un moteur
d'inference a base de regles de production. Comme Pillustre Ie modele de la figure 1, un
moteur d inference agit sur une base de faits a Paide d'une base de regles. Le moteur
possede un cycle d'evaluation constitue de trois etapes : 1'appariement^ la resolution
des conflits et 1' execution d'une regle. A Pappariement, chaque fait est compare, aux
differents elements des regles de production pour determine! s'11 y a compatibilite entre
les corinaissances connues (les faits) et les prerequis (les antecedents d'une regle), et ainsi
permettre 1 acquisition de nouvelles connaissances. Si apres appariement, plusieurs regles
sont satisfaisables, c'est-a-dire que, pour chacune de ces regles, tous les antecedents sont
satisfaits, alors il y a resolution de conflits (ou selection de la regle a executer). A cette
etape, une regle est choisie a 1'aide d'une heuristique. Finalement, 1'execution de la regle
consiste a evaluer ses consequents, ce qui implique generalement 1'execution de certaines
fonctions et la modification de la base de faits. Ce cycle se repete tant et aussi longtemps
qu une condition d'arret n'est pas satisfaite.
Le probleme
Ce projet consiste a concevoir et developper un moteur d inference pouvant resoudre un
probleme parallelise sur un multiprocesseur. La machine parallele ALEX [Ale92a] que
nous utilisons est en fait un transputer a 16 processeurs sur lequel s executent les mo-
teurs d'inference. Nous devons aussi etablir un lien de communication entre la machine
parallele ALEX et un logiciel d'interface graphique appele VAPS [Vir93]. VAPS est un
acronyme pour Virtual Avionics Prototype System.
La parallelisation d'un probleme consiste a. morceler 1'ensemble des regles de production
et Pensemble des faits, a les regrouper par objets et a les redistribuer sur les difFerents
processeurs atm que chacun d eux soit responsable de la gestion de certains objets. Nous
limiterons notre recherche aux premiers aspects mentionnes, soit Ie moteur d'inference et
Ie lien avec Ie logiciel d'interface graphique.
Chaque moteur d inference reagit a trois sources de stimuli: les nouveaux faits qu'il peut
produire par ses propres inferences, les nouveaux faits qu'il peut recevoir des autres pro-
cesseurs et les evenements que I'utilisateur peut produire a 1'aide de 1'interface graphique
de VAPS. La figure 2 illustre ces differentes sources de stimuli. Dans la figure 2, les
fleches indiquent les influences que peut subir la base de faits d'un processeur; il va de
soi que ces relations sont symetriques a tous les processeurs.
La methodologie
Nous avons utilise une methode traditionnelle d'analyse et conception, soit 1'elaboration
de la structure du deroulement d'un programme. Nous avons determine les grandes
etapes a suivre pour permettre une inference: soit la lecture des fichiers, 1'appariement,















Figure 2: Divers stimuli d'un moteur d'inference parallele
avons deyeloppe des procedures appropriees a chaque etape.
Pour 1 implant ation, nous avons opte pour une raethode fonctionnelle: on accede a chaque
structure de donnees a 1 aide de constructeurs, de selecteurs et de rautateurs. Chaque
procedure est regroupee dans 'une famille de procedures et un fichier approprie lui est
affecte.
Les resmltats
Notre moteur d'inference parallele demontre que Ie paradigme de la communication par
messages est un moyen adequat de gestion des inferences distribuees. II presente aussi
un modele de controle des messages base sur une association objet, attribut, processeur.
Cette association permet de limiter Ie nombre de messages inter-processeurs au rnimraum
du au fait qu un processeur ne revolt que les faits qui lui sont pertinents. L'utilisation
d'une representation interne uniquement a base d'entiers permet d'optimiser les routines
d acces aux differents champs des tuples et d'obtenir ainsi un code performant. Outre
Putilisation exclusive d'entiers dans sa representation interne, notre modele presente aussi
1'originalite de pouvoir communiquer avec un logiciel d'interface graphique s executant
sur une machine difFerente a 1'aide du protocole de communication TCP/IP. Le succes de
Pmterconnection du logiciel VAPS et de la machine parallele ALEX est en sol uii resultat
interessant.
Organisation du memoire
Le chapitre 1 presente un aper^u des notions de base relatives aux moteurs d inference,
soit: les types de connaissances et leur representation, les composants d'une regle,
Pensemble des conflits et. sa resolution, les differents types de parallelisme et finalement
la communication. Le chapitre 2 introduit notre modele, son fonctionnement et la com-
munication avec VAPS. Le chapitre 3 presente deux exemples d utilisation du moteur et
les resultats obtenus, demontrant ainsi sa generallte. Une conclusion suit avec un rappel
sur Ie travail efFectue et des suggestions de recherches futures.
Chapitre 1
Elements de base
Dans ce chapitre, nous presentons dans une premiere section la terminologie particuliere
aux moteurs d'inference a base de regles de production et dans une seconde section les
concepts elementaires du parallelisrne.
Comme nous 1 avons deja mentionne, un moteur d'inference a base de'regles de produc-
tion est un rnecanisme perraettant de passer d'une connaissance a une autre en iraitant
un type de pensee humaine. Nous allons done reprendre quelques elements de cette
affirmation pour en definir Ie sens et en comprendre les implications.
1.1 Moteur cTinference a base de regles de produc-
tion
Dans cette section, nous presentons les concepts de base relatifs aux moteurs d'inferences
a base de regles de production, soit: les types de connaissances et leurs representations,
les notions ^antecedents ei les notions de consequents. Nous definissons aussi la notion
d5 inference et presentons Ie concept d' ensemble des conflits.
1.1.1 Types de connaissances
Etablissons d'abord certains types de connaissances pour comprendre Ie domaine d application
propre aux moteurs d inference. Nous verrons a la section 2.4 quels types de connaissances
notre modele reconnait. Les orientations de recherche future proposees en conclusion font
reference a certains elements presentes id. Nous allons enumerer quelques types de con-
nalssances accompagnes d exemples. Les notes d un cours de deuxieme cycle de St-Denis
[StD94] servent de base a 1'elaboration de cette liste.
Vocabulaire : On retrouve ici les differents termes du discours, tous les mots connus
sans tenir compte de leur utilisation ou contexte.
Ob jet: Les ob jets representent generalement des entites du monde reel ou des notions
completes en elles-memes : une table represente un objet reel, un cours d'informatique
peut etre considere comme un objet. Les objets sorit representes par des noms.
Relation entre les objets: La chaise est pres de la table. Une relation de proximite
est etablie entre la chaise et la table. Ce cours requiert beaucoup d'etudes. Une
relation de necessite unit Ie cours aux etudes. Les relations sont sou vent nominees
par des prepositions.
But: La notion d'achevement tiobtenir un diplome", implique une fin, tout comme
Ie transfer! des donnees s'est effectue sans erreur". Un verbe, conjugue ou non,
represente cette notion de but.
Fait: Souvent represente par 1 association objet, attribut, valeur, un fait reflete une
idee complete:
objei attr^but ^^
La table est de couleur rouge.
L objet represente quelque chose de reel, Pattribut est une caracteristique de 1'objet
et finalement la valeur indique 1'etat de Pattribut.
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Hypothese : Une hypothese est une supposition utilisee pour demontrer de nouveaux
faits..Les hypotheses sont souvent utilisees comme base de raisonnement.
Contrainte : il n y a que cinq places dans cette automobile et cet interrupteur
doit etre active avant celui-ci" sont des exemples de contraintes. Une contrainte
represente une limite ou un ordonnancement.
Processus : Un processus est une tache qui s'execute. Un programme calculant les
facteurs d'un nombre est un processus. La refection de 1'autoroute est aussi un
processus. Un. processus implique la notion de changement.
Heuristique: Les heuristiques sont des methodes, plus ou moins justifiees, nous per-
mettant de decider quelque chose.- Les heuristiques de decision ont souvent une
consonance proverbiale .: il mange Ie gateau avant Ie glagage, car 11 aime garder Ie
meilleur pour la fin"
Aspect Temporel: Les aspects temporels d'une situation regroupent souvent la notion
de contrainte vue precedemment: "Ie train quitte la gare a 16:00" ou "vous disposez
de deux semaines pour faire ce travail" sont deux exemples d'aspect temporel.
Action : ^acheter son billet pour la partie de hockey" et iitondre la pelouse" sont des
actions facilement reconnaissables par Putilisation des verbes d'action.
/
Evenement: Des connaissances passees telles que "11 y avait trois personnes a la
reunion et "la tornade a fait huit morts et quarante blesses" sont des exemples
d evenements. Les verbes d'eveneraent sont conjugues au passe.
Regle de decision : "Pentree est interdite aux enfants de mains de six ans" est un
exemple de regle de decision. On peut qualifier les regles de decision de contraintes
actives.
Causalite : "tout travail merite salaire et c est grace a ses efforts qu 11 a reussi sont
des exemples de causalite.
Motivation : l'elle desire devenir astronaute" et "s'11 continue a pratiquer la clarinette,
11 pourra participer au Festival des Harmonies sont des elements de motivation.
La notion de motivation implique Ie desir d atteindre un but dans un futur plus ou
mains rapproche.
Comportement: 11 aime bien alder les gens et cet enfant ment souvent" sont des
exemples de comportement. Les comportements sont des choix inconscients alors
que les heuristiques sent des decisions d'actions conscientes.
Cause : Dans "les pluies abondantes des derniers jours ont ravage sonjardin", les pluies
sont la cause du ravage.
Cette enumeration est non-exhaustive et sujette a controverse. Argumenter a son sujet
ne releve pas de notre propos, mats son enumeration revele que ce champ d'etudes est
vaste et varie.
1.1.2 La representation des connaissances
Pour son fonctionnement, un moteur d'inference doit disposer d'un mecanisme d'abstraction
lui permettant de representer les connaissances du monde reel en donnees traitables par
un ordinateur. Nous savons que les mecanismes d'abstraction sont relies de tres pres a la
representation des donnees. Nous savons aussi que les raecanismes d'abstraction doivent
etre a meme de fournir une traduction du monde reel avec une granularite suffisamment
fine pour permettre plusieurs connexions sur un ensemble de donnees. Supposons, que
nous ayons la connaissance suivante :
Le chat de Myra est gris.
Si cette information est emmagasinee coram.e un ensemble monolithique, Ie rnoteur ne
pourra deduire rien d'autre que : Le chat de Myra est gris. Nous serons en presence
d'un moteur de type calcul de proposition. Les regles de proposition d'un tel moteur
d'inference sont du genre:
A implique B
A implique C
B et D impliquent E
Par contre, si la connaissance est traduite et conservee sous forme de sous-ensembles
distincts:
Le chat de Myra est gris
Le moteur d'inference sera du type calcul de predicat et utilisera des regles comrne:
A(B,C) impliquent D -
L'acces a plusieurs champs d'un element de connaissance permet de repondre a plusieurs
questions:
Existe-t-il un chat gris? $x($y,gris)
A qui appartient Ie chat gris? Chat($y,gris)
Myra a-t-elle un animal? $x(Myra,$y)
Si la structure de donnees utilisee permet d'acceder independamment a chaque element
de la connaissance, 11 devient possible de construire un moteur plus puissant au sens
deductif du terme. La puissance d'un moteur est denotee par son ordre. On reconnait
cinq ordres.
Ordre 0 : Aussi connu sous Ie nom de calcul de proposition. Un moteur d'ordre 0
n'utilise que des constantes dans ses regles.
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Ordre 0+ : Un moteur d'ordre 0+ est un moteur d'ordre 0, mats 11 peut aussi utiliser
des pseudo-variables, nominees ainsi, car 11 s'agit de variables dont 1 instanciation
est statique et ne change pas a 1 execution.
Ordre 1 : Ou calcul de predicat du premier ordre.
Ordre 1+ ; Un moteur d'ordre 1 avec utilisations de variables pour les predicats (ou
nom de relations).
Ordre 2 : Le calcul de predicat du deuxieme ordre perraet 1'utilisation de variables
ou se situent normalement des foncliions.
1.1.3 Les antecedents
Une base de regles de production est un ensemble de formules composees d une conjonc-
tion d antecedents et d'une conjonction de consequents tel que nous montre la formule
suivante:
antecedents . consequents
ai A • • • A an - > ci A • • • A Cm
Void un exemple plus eloquant permettant de bien saisir les notions d antecedent et con-
sequent:
antecedent ' antecedent consequent
Si je dois sortir et qu'il pleut, alors]^ppoiie un parapluie.
Si A et B alors C
Chaque antecedent represente une connaissance ou une action. Une connaissance peut
etre simple ou composee.
Connaissance simple: On definit une connaissance simple comme etant une connais-
sance dont les elements de base sont atomiques (non quantifies), ainsi un chat gris
est une connaissance simple que 1 on pourrait representer par Chat(Couleur,Gris)
ouA(B,C).
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Connaissance composee: Une connaissance composee est formee d elements de base
quantifies, par exemple ainsi un gros chat gris f once. peut etre represente par
Chat(Taille(Gros),Temte(Couleur(Gris)) ou A(B(1),C(D(2))).
Certains moteurs d'inference permettent aux coraposants d'une regle (rtotamment les an-
tecedents) de contenir des variables. Cette flexibilite augmente la puissance de deduction
du moteur. Void une regle dont un antecedent contient une variable:
Si A($x) et B(3) alors 0(4)
Dans cet exemple, Ie signe de dollar a ete utilise pour indiquer Ie debut du nom d'une
variable.
Pour clore cette section sur les antecedents, nous mtroduirons la definition de arite.
L'arite d'un regle : On appelle arite d'une regle Ie nombre d'antecedents que la regle
possede.
Certains moteurs utilisent la notion d'arite dans les heuristiques de resolution de conflits.
1.1.4 Les consequents
Les consequents d'une regle representent les actions a poser et les connaissances acquises
par la deduction basee sur les antecedents de la regle. Ce sont generalement les con-
sequents d une regle qui alimentent Ie moteur d'inference en faits nouveaux. Avec ces
nouvelles connaissances, Ie moteur peut satisfaire de nouvelles regles et deduire encore
de nouveaux faits. Comme nous Pexpliquons a la section 1.1.5 sur les inferences, les con-
sequents peuvent obtenir dynamiquement une valeur, c'est-a-dire des valeurs deduites
selon Ie contexte et Ie moment d'mference.
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Prenons comme exemple une compagnie ayant comrne politique qu un employe qui fait











Ainsi, cette regle d'afFaire s'ecrit a 1'aide d'une regle a trois antecedents et un consequent.
1.1.5 Les inferences
La connaissance de toutes les verites contenues dans les antecedents d'une regle est Ie
prealable a la deduction de nouveaux faits. Cette reconnaissance s'efFectue a 1'aide d'un
mecanisme appele appariement. II s agit de 1 etape dans 1 execution du mot'eur ou ce
dernier compare les structures de donnees contenant les faits connus et les structures de
donnees contenant les antecedents des regles. II y a appariement si et seulement si les
elements des deux types de donnees sont compatibles. La compatibilite entre deux ele-
ments de donnees est acquise si les deux structures contiennent des valeurs identiques ou si
1 une des structures contient une variable, car une variable est unifiable a n'importe quelle
yaleur. Une contrainte d'integrite inter-elements s'impose pour completer 1'appariement
et maintenir la coherence de la regle.
Contrainte d'integrite inter-elements: Chaque variable apparaissant dans un an-
tecedent de regle devra etre liee a une seule valeur, meme si cette variable apparait
dans un autre antecedent ou dans un consequent.
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Le comportement a associer a Pappariement de deux variables distinctes releve de 1'implan-
tation. II n'y a pas de regle canonique a ce sujet. Certains moteurs permettent a deux
variables distinctes d'etre liees au rneme element de connaissance alors qu'avec d'autres,
cela n'est pas permis.
Lorsque toutes les variables d une regle sont liees a des elements de donnees, existants
pour les antecedents et possiblement nouveaux pour les consequents, que toutes les con-
stantes d'une regle ont trouve parite dans les faits et qu'il n'y a pas de conflits inter-
elements, on nomme cette regle instanciable. Une regle instanciable est une regle prete
a Pinference. Mais avant de proceder a Pmference proprement dite, 11 faut construire
I5 ensemble des conflits et choisir la regle a executer parmi cet ensemble.
1.1.6 L 'ensemble des conflits
II arrive parfois, voire rneme souvent, qu'apres avoir verifie 1'instanciation des regles, on
obtienne plusieurs regles instanciables. Nous appelons ce groupe de regles I'ensemble des
conflits. Choisir une regle parmi cet ensemble constitue la resolution des conflits. Chaque
moteur d'inference procede par heuristique [du grec heuriskein, trouver] pour elire la regle
a instancier. Souvent, les heuristiques out une allure proverbiale. Nous allons enumerer
quelques heuristiques parmi les plus communement utilisees afin d'en saisir 1'utilite.
Premier arrive, premier servi: La premiere regle trouvee est executee. Cette heuris-
tique a 1 avantage de minimiser Ie calcul de Pensemble des conflits, car sitot une
regle trouvee instanciable, elle est choisie. Mais Pheuristique a un desavantage im-
portant, elle privilegie 1 ordre d'apparition des regles et risque de causer la famine
de certaines regles. Une regle est dite en famine si, malgre qu'elle soit instanciable,
elle n'est jamais executee.
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La plus grande arite en premier: La regle ayant Ie plus grand nombre d antecedents
est executee. Cette heuristique est basee sur 1'adage qui dit que : ce qui est Ie plus
dur a obtenir doit avoir plus de valeur. Si tous les antecedents ont Ie meme risque
statistique d'etre satisfait, alors 11 est vrai que satisfaire n+1 antecedents sera plus
difficile que d'en satisfaire n, mais cela n'est que tres rarement Ie cas. II y a toujours
des cas degeneres pour lesquels une heuristique est erronee.
La regle la plus prioritaire en premier: Certains moteurs admettent des regles
ayant des priorites d execution. Cette heuristique donne au concepteur des regles
plus de souplesse sur Ie controle du deroulement des inferences, mais elle circonscrit
Ie deroulement de Pexecution a un scenario que Ie concepteur a prevu.
L'age des faits utilises : Parfois, la regle instanciable par les faits ayant ete inferes Ie
plus recemment, est elue pour etre executee la prochaine. Plus couteuse, car elle
necessite une maintenance soutenue de 1'age des faits, cette methode a par contre
Pavantage d'accorder une importance au dynarnisme des inferences.
Bien entendu, cette enumeration d'heuristiques de resolution des conflit.s est non exhaus-
tive. Nous invitons Ie lecteur a trouver une heuristique de resolution des conflits autre
que celles ci-haut mentionnees. Ceci lui permettra de mieux realiser que Ie choix d'un
critere de selection peut etre arbitraire. Les heuristiques que nous avons rnentionnees.
sont Ie resultat de recherches empiriques, et pour une situation donnee, 1'heuristique
choisie.peut etre aussi valide que n'importe quelles heuristiques ci-haut enumerees. Nous
verrons a la section 2.2.5 que notre modele utilise une heuristique hybride.
1.2 Le parallelisme
Ayant etabli les differents aspects des antecedents, consequents, regles, inferences et
connaissances, nous allons maintenant centrer notre interet sur Ie parallelisme dans les
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moteurs d'inference en introduisant certalnes notions de base. Nous allons definir Ie par-
allelisme de donnees, Ie parallelisme de traitement, Ie traitement reparti et Ie traitement
parallele, Putilisation d'un espace tuples ou memoire partagee, la memoire repartie et la
communication par messages.
1.2.1 Le parallelisme de donnees
Le parallelisme de donnees comme son nom 1'indique est un parallelisme centre sur les
donnees du probleme a resoudre. On y morcelle-l^-pr-oblerne en sous-problemes ayant
un nombre reduit de donnees a traiter. Les problemes tout designes pour ce type de
parallelisme sont ceux dont Ie traitement a effectuer est tres localise a un sous-ensemble de
donnees, c est-a-dire que Ie traitement d une partie des donnees est independant de celui
du reste des donnees. II est alors aise de diviser Ie probleme en rnorceaux et de demander
a difFerents processeurs d effectuer Ie traitement sur ceux-ci. Chaque processeur effectue
un traitement semblable sur des donnees differentes.
Le traitement d'images et Ie calcul de fractals sont des exemples qui se pretent bien au
parallelisme de donnees, car Ie calcul d'une region de Pimage n'a pas de repercussion sur
Ie calcul d une autre region.
1.2.2 Le parallelisme de traitement
Le parallelisme de traitement est mains co.mmun. II s'agit de morceler Ie probleme a
resoudre en sous-taches; chaque processeur doit alors efFectuer un traitement qui lui est
particulier mais sur Pensemble des donnees. La serialisation des operations necessite
une gestion plus serree du travail de chaque processeur. Par exemple, dans Ie cas d'un
moteur d'inference, un processeur peut etre en charge de Pappariement, un autre des
entrees/sorties et un autre de Pexecution des regles.
La compilation .est un probleme ou Ie parallelisme de traitement serait avantageux; un
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processeur peut s'occuper de la creation de la table des symboles, un autre effectue
Poptimisation des boucles et un de-rnier produit du code objet. Mais, dans tous les cas,
Ie parallelisme de traitement est plus difficile a accomplir que Ie parallelisme de donnees
notamment du a la difficulte d'etablir correctement Ie temps que necessite 1 execution
d'un traitement versus Ie temps d'execution d'un autre traitement. Immanquableraent,
un processeur n'aura rien a faire en attente de la fin du traitement d'un autre.
1.2.3 Le traitement reparti
Le traitement reparti comprend souvent la notion de maitre-esclaves. Un processeur
maitre gere la gestion du probleme en distribuant des taches aux autres processeurs qu'on
nomme esclaves. Lorsqu'll a terrnine son travail, 1'esclave rapporte Ie resultat au rnaitre
et se voit afFecte a une nouvelle tache. Le traitement reparti est particulierernent difE.cile
a accomplir principalement du au probleme de variables partagees; 1'article de Brogi
[Bro91] en discute longuement et presente une forme innovatrice de traitement reparti en
eliminant Ie probleme des variables partagees. C'est 1'approche qu'utilise Rational Rose
[Boo94].
1.2.4 Le trait ement parallele
Le traitement parallele peut etre subdivise en deux categories difFerentes, 1'une logicielle,
1 autre materielle ; leur point commun etant de travailler a resoudre Ie meine probleme.
Traitements distinctifs: Dans 1'approche de traitement parallele a traitements dis-
tinctifs, plusieurs processeurs se voient afFecter la resolution d'un meme probleine
en utilisant des approches differentes. Le premier qui arrive a un result at avise
les autres de ne plus chercher. Dans cette methode de resolution de problemes,
Papproche de chaque processeur est distincte.
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Traitements specialises : L'environnement materiel de cette approche implique une
certaine heterogeneite de processeurs et chaque processeur specialise effectue une
tache specifique pour laquelle 11 excelle. Un processeur peut etre en charge du
dechifFrement de messages, un autre expert en calcul a virgule flottante. Un pro-
cesseur maitre distribue les taches selon les specialites de chacun.
1.2.5 L'espace tuples
Aussi connu sous Ie nom de Blackboard^ 1'espace tuples est un espace de rnemoire partagee
par tous les processeurs. Chaque processeur peut acceder directement (ou via des primi-
fives de communication qui en simulent Pacces direct) a cet espace. Get espace est utilise
pour partager de 1 information sous forme de variables ou de structures. Les structures
de tuples sont generalement utilisees. La grande force de 1 espace tuples est 1 acces aux
donnees; chaque processeur peut en effet acceder a toutes les donnees du probleme. Mais
sa grande force est aussi sa faiblesse; par respect de Pintegrite des donnees, un seul pro-
cesseur peut effectuer un traitement sur une donnee a chaque instant. Ceci oblige les
autres processeurs qui desirent obtenir 1 exclusivite de cette information a attendre, re-
duisant d aut ant Ie gain de performance offert par Pespace tuples. Chaque processeur
doit extraire Ie ou les tuples dont il a besoin, effectuer son traitement sur les donnees
recueillies et deposer les tuples modifies dans 1'espace tuples. Dans certains modeles, la
gestion d un tel espace n est Ie travail d aucun processeur en particulier; dans d'autres,
c'est Ie travail d'un processeur dedie. L'espace tuples comporte plusieurs avantages.
L exclusion mutuelle: II est aise de gerer Pexclusion mutuelle des donnees. II suffit
de retirer Ie tuple de 1 espace pour etre Ie seul a pouvoir effectuer un traitement.
La connaissance commune: Chaque processeur a acces a toutes les donnees du prob-
leme. Ceci ne contredit pas la possibilite deja vue d'utiliser 1'exclusion mutuelle.
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La gestion de Pespace : En general, des mecanismes decouples de 1 espace tuples sont
fourais.et Ie moteur d'inference n'a pas a se soucier de sa gestion.
La gestion de Pespace tuples, quoique relativement aisee, n'en deraeure pas rnoins cou-
teuse [Ale92a]. A noter aussi que, dans certains environnements d'espace tuples (notam-
mement Brenda d'ALEX-Trollius), il est parfois necessaire de remplacer un tuple par un
autre (bidon celui-la) afin d'eviter Ie blocage. Dans Penvironnement Brenda d'ALEX-
Trollius, un processeur qui tente d'aller chercher un tuple non present dans Pespace tuples
demeure alors bloque jusqu'a ce que Ie tuple devienne disponible (ce qui pourrait a la
limitenejamais se produire). L'introduction d'un tuple bidon permet alors au processeur
d extraire Ie tuple, Ie reconnaitre comme tuple bidon, Ie redeposer dans 1'espace et con-
tinuer Ie deroulement de son execution.. La charge de travail vouee a la manipulation des
tuples est ainsi augmentee. Lorsque Ie tuple est en grande demande par tous les pro-
cesseurs, ils vont constamment aller chercher ce tuple bidon et Ie remettrejusqu'a ce que
Ie vrai tuple soit remis dans 1'espace tuple. Evidemment, dans ce cas, les performances
se degradent et Pespace tuples n'est plus la solution a retenir.
1.2.6 La memoire distribuee
La memoire distribuee peut se presenter sous plusieurs formes. Dans un cas, chaque
processeur dispose de sa memoire et doit en effectuer la gestion; dans un autre, la memoire
locale de chaque processeur est accessible a tous. Parfois, Pespace tuples est implante
ainsi. C est notamment Ie cas de 1'espace tuples d'ALEX-Brenda [Ale92a]. L'avantage
marque de cette technique est de permettre une grande flexibilite d'utilisation. Si, pour
certains problemes, on ne desire pas utiliser Pespace tuples, alors chaque processeur
dispose de son espace memoire. Si par contre Putilisation d'un espace tuples est juge a
propos, alors des inecanismes de coinraunication elabores permettent a chaque processeur
de voir Pespace memoire de tous comme un seul et unique espace de memoire partagee.
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1.2.7 La communication par messages
La communication par messages est un des grands paradigmes du parallelisme. II consiste
a utiliser des primitives du langage de programmation afin de pouvoir aviser d'autres pro-
cesseurs d'un evenement ou fait. Dans 1'architecture d'ALEX-Trollius, la communication
par messages peut se faire a plusieurs niveaux. Nous ne consider erons que les messages de
niveau 'reseau'. A ce niveau, les messages sont adresses directeraent au processeur con-
cerne sans tenir compte de la topologie de connexion des processeurs. Nous presentons
ici quelques avantages de la communication par messages :
Trafic reduit: Un processeur peut decider d'aviser seulement certains autres pro-
cesseurs des nouveaux faits qu'il vient de deduire, limitant ainsi Ie transfert de
Pinformation au minimum.
La synchronisation: Les messages peuvent etre porteurs d'inforrnation de synchro-
nisation entre les inferences, afin de maintenir au rnimraum les incoherences entre
les differentes bases de faits. Car les bases de faits distribuees sont constarament
en etat d'incoherence relative.
L independance des donnees: Un processeur peut detenir Pexclusivite sur certaines
variables et ne jamais les partager. La notion de message est elle-meme porteuse
d independance. Lorsqu un processeur a expedie un message, il est alors libre de
continuer 1'evaluation des faits dont il dispose.
Si la'coherence entre les bases de faits distribuees est capitale, alors un processeur devra
proceder a Pinference en utilisant des algorithmes d'engagement multi-phases classiques




Modele diLinoteur d inference
Dans ce chapitre, nous presentons notre modele de moteur d inference. Nous com-
mengons par decrire certains aspects syntaxiques et semantiques du langage accepte
par notre moteur d inference. Nous presentons ensuite Ie modele fonctionnel du moteur,
soit Putilisation des fichiers de pararaetres, les conditions d'appariements et Ie deroule-
ment des inferences. Nous couvrons par la suite les differents types de fonctions, Ie choix
des heuristiques utilisees et la cornraunication inter-noeuds. Pour terminer, nous discu-
tons de la communication, de Paffichage et du controle avec VAPS, et nous expliquons la
representation interne utilisee.
2.1 Aspects syntaxiques et semantiques des fichiers
de parametres
Notre moteur d inference accepte, en parametre, un probleme a resoudre. Ce probleme
est decrit a Paide de quatre fichiers : un fichier de noms^ un fichier de regles, un fichier de
faits et un fichier de routage. Ce sont ces quatre fichiers de parametres qui permettent
a notre moteur d et re generique. A la section smvante, nous decrivons chaque fichier.
Nous presentons ici les notions necessaires pour bien utiliser les fichiers de parametres et
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la semantique associee a la syntaxe admise pour chacun de ces fichiers. La syntaxe sous
forme Backus-Naur est presentee en annexe 5.
Avant de discuter de la sernantique associee a la syntaxe, nous expliquons en premier
lieu la lecture des fichiers de parametres. La lecture des fichiers de parametres s effect ue
par ligne et chaque ligne est constituee d'une suite de jetons. Un jeton est une suite de
caracteres alphanumeriques ae contenant aucun espace. L espace est reserve pour delira-
iter les jetons.
Pour ce qui est des aspects semantiques associes a la syntaxe des fichiers, nous met-
tons en evidence les notions suivantes.
• Les commentaires: Dans les fichiers de parametres, les cornmentaires doi vent
commencer par la chaine "// " (1'espace, delimiteur de jeton, est essentiel). Apres
lecture de ce jeton, Ie reste de la ligne est ignore; les commentaires ne sont pas
conserves et aucune reference ne peut y etre faite.
• Les types de caracteres: Les mots cles des noms de liste dans Ie fichier des
noms, les noms de processeurs dans Ie fichier de routage et les mots reserves dans
Ie fichier de regles doivent etre en majuscules. Les noras des differentes fonctions
predefinies doivent etre lexicalement identiques a leur appellation .originale. Une
liste complete de ces differents mots cles est donnee a 1'annexe 5. Nous avons
opte pour des noms en majuscules pour les objets^ les attributs, les mutateurs et
les constantes. Les variables commencent par Ie caractere $ suivi d'un nom en
minuscules. Notre langage differencie les minuscules des majuscules.
• L'introduction des variables: Les regles sont lues dans Pordre normal de
lecture d'un fichier. Les variables doivent etre introduites dans la section des an-
tecedents d'une regle. Toutes les variables doivent apparaitre pour la premiere fois
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dans les tuples avant de pouvoir etre utilisees dans une fonction. II n'y a qu'une
exception a cette regle, nous Pexpliquerons plus loin. L exemple suivant montre
Pintroduction d'une variable dans un antecedent de regle:
POMPE ETAT $etat
Dans ce cas, la variable $etat est introduite a la position valeur dans Ie triple! ob-
jet,, attribut, valeur. O'n peut introduire une variable a la place de n import e lequel
des trois champs d'un antecedent, on peut aussi mtroduire plus d une variable par
antecedent.
L exception dont nous avons par lee se presente dans les fonctions, Ie parametre
de sortie (Ie troisieme parametre) d'une fonction peut introduire une variable, c'est
Ie seul cas d utilisation d'une variable non introduite dans les antecedents. Prenons
1'exemple suivant:
Plus $entree-l $entree-2 $sortie
Les variables $ entree-1 et $entree-2 doivent etre definies avant d'etre utilisees sinon
Ie resultat obtenu est indetermine. Le parametre $sortie, qu'il soit instancie ou non,
prendra la valeur resultante de 1'execution de la fonction Plus de notre exemple.
2.2 Modele fonctiorinel
Le moteur d'inference que nous avons developpe possede toutes les grandes caracteris-
tiques d un moteur classique que nous avons vu au chapitre 1, ainsi que certains aspects
particuliers. La premiere operation efFectuee par chaque moteur sur chaque processeur
est la lecture des differents fichiers de parametres. Vient ensuite Ie cycle d'evaluation
presente a la figure 3. Le cycle est compose des phases d'appariements, de la creation











Figure 3: Cycle d evaluation
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possede bien les faits les plus recents, puts 11 passe a la phase d inference ou d'execution
de la regle choisie.
2.2.1 Les fichiers de parametres
Chaque fichier peut etre vide ou contenir des informations. Nous presentons separement
Ie fichier des noms, Ie fichier des regles, Ie fichier des faits et Ie fichier de routage.
• Le fichier des noms : Le fichier des noms est connu de tous les processeurs.
II contient, comme son nom 1'indique, les listes de tous les noras d'objets, at-
tributs, constantes, variables, fonctions et regles, utilises dans les autres fichiers de
parametres. Le fichier de noras contient aussi les valeurs a associer aux differentes
constantes. II peut aussi contenir des lignes de comment aires.
Chaque enumeration doit commencer par un mot de indiquant a quelle liste Ie
programme doit associer les difFerents noms presentes. De plus, chaque liste doit
se terminer par Ie mot de FIN-TABLEAU. Les sept listes: OBJETS, ATTRIBUTS,
FONCTIONS, VARIABLES, CONSTANTES, VAL-CONSTANTES et REGLES doivent etre
presentes dans ce fichier. S'11 n'y aucun nom pour une liste donnee, Ie mot-cle de
la liste suivi du mot FIN-TABLEAU doivent neanmoins y etre presents. L'ordre de
presentation des listes n'a pas d'importance et, pour la quasi totatite des listes,
1 ordre des noms n a pas d importance non plus. La seule exception a cette regle
concerne la liste des valeurs des constantes: cette liste doit etre une suite d'entiers
dont la position des valeurs correspond a la position des noms des constantes dans
la liste CONSTANTES. L'exemple suivant illustre cette contrainte:
CONSTANTES ZERO CENT FIN-TABLEAU
VAL-CONSTANTES 0 100 FIN-TABLEAU
Dans cet exemple, la constante ZERO prendra la valeur 0 pour toutes ses utilisafions
par les fonctions des regles du probleme. II va de sol que CENT aura la valeur 100.
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Si une constante nommee n'a pas de valeur specifiee, Ie resultat de 1 execution
d'une fonction utilisant une telle constante est indefmi ; aucune valeur par defaut
n est associee a une constante.
Le fichier des regles : Cornrae tous les autres fichiers de pararnetres, Ie fichier des
regles peut etre vide. II va de soi qu un fichier de regles vide destine a un processeur
executant un moteur d'inference a base de regles est inutile.
Une regle est definie par son nom suivi de sa priorite statique; vient ensuite Ie
mot-cle IF suivi d'un ou plusieurs antecedents. Le mot-cle THEN signale la fin de
la liste des antecedents et Ie debut de 1 enumeration des consequents. Finaleraent,
Ie mot-cle FI indique la fin de la regle.
Nous obtenons done la structure generate suivante:
// Une description textuelle de la regle






Figure 4: Structure d'un fichier de regles
<
Des commentaires peuvent etre intercales a n'importe quel endroit et non seulement
entre les regles. La section, des heuristiques 2.2.5 explique 1'utilisation des priorites
statiques.
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• Le fichier de faits : Ce fichier contient les faits initiaux. C'est a Faide de ces
faits que Ie moteur efFectue ses premieres inferences. La presence d un fichier de
faits vide veut dire qu 11 est possible que les connaissances requises a 1'inference de
nouveaux faits, par un processeur donne, ne soient pas disponibles au depart. Ces
connaissances lui sont fournies par des messages venant des autres processeurs au
cours de leur execution. Les faits decrits dans ce fichier ne peuvent pas contenir de
variables, mais Us peuvent contenir des constantes telles que definies dans Ie fichier
des noms. Dans ce fichier comme dans les autres, la presence de commentaires est
admise et ces derniers ne sont pas conserves. La figure 5 presente un exemple de
fichier de faits:
// Le debit de la pompe correspond a la




Figure 5: Exemple d un fichier de faits
• Le fichier de routage : Le fichier de routage contient les informations de routage
des inferences. Ce fichier est constitue d'une suite de triplets objet, attribut, pro-
cesseur. Ainsi, si Ie resultat d'une inference provoque la modification de la valeur
du champ attribut d'un objet^ celle-ci sera communiquee au(x) processeur(s). Si
un fait doit etre cornmunique a plusieurs processeurs, il doit y avoir plusieurs en-
trees ayant Ie meme objet et attribut. Si un fait concerne Ie processeur qui efFectue
1 inference, un triplet objet, attribut, processeur doit neanmoins 1'indiquer explicite-
ment. L association objet, attribut, processeur permet de limiter Ie nombre de
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messages a transmettre, car un processeur donne ne regoit que les faits dont 11 a
besoin, c'est-a-dire uniquement ceux dont un appariement pourrait etre possible
compte tenu de sa base de regles. Nous presentons ici un extrait d un fichier de
rout age:
// Le processeur Pl gere Petat et Ie debit
// de la pompe.
POMPE DEBIT Pl
POMPE ETAT Pl





Figure 6: Exemple d un fichier de routage
Dans cet exemple, trois processeurs ont besoin de connaitre Ie niveau d'eau et un
seul a besoin de connaitre Petat et Ie del)i*t d'une pompe.
2.2.2 Appariements
L appariement etant une operation critique de, notre moteur, nous definissons ici la
table d'appariements ainsi que les differents types d'appariements possibles. La table
d appariement constitue Ie coeur de notre moteur d'inference. Nous devons y accorder
toute Pattention requise. Ainsi, nous utilisons des segments de pseudo-code afin de decrire
les differents traitements qui y sont rattaches.
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Table d'appariements
La table d'appariements contient toutes les informations requises pour permettre au
moteur d'inference de fonctionner. Cette table contient tous les indices des differents an-
tecedents, consequents, faits et regles du probleme. Elle est constamment en changement
de taille et de contenu selon les faits du moment.

























































Considerant qu une regle est representee par une serie d'antecedents et de consequents,
et considerant qu un fait peut s'apparier a zero, un ou plusieurs antecedents d'une regle
nous avons convenu d'utiliser une table pour representer ces relations d'antecedents avec
faits. Le tableau 1 repr.esente une petite section d'une table d'appariements, les valeurs
presentees ne sont pas toutes reelles car, a Pinterne, certains champs sont doubles d'une
va-leur de controle; la section 2.4 sur la representation interne traite de ces valeurs de
controle. Chaque ligne du tableau represente une relation entre un antecedent et un fait.
Chaque ligne contient les inforrnations sur la regle a, laquelle appartient Ie tuple men-
tionne a la colonne tup. Ghaque ligne contient aussi 1'indice. du fait dans la table des
faits et trois champs de controle requis pour Ie bon deroulement des appariements. Pour
chaque ligne, Ie tuple tup peut etre apparie individuellement au fait fct. Le champ tup
indique Pindice du tuple dans la table des tuples. Le champ fct est 1'indice du fait (dans
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la table de faits) auquel Ie tuple tup peut etre apparie. Le chifFre que 1'on retrouve dans
Ie champ rul represente Pindice de la regle dans la liste REGLES du flchier des noms. Le
champ sta represente la priorite statique de la regle telle que deflnie dans Ie fichier des
regles. Le champ dyn indique la priorite dynamique de la regle.
Le champ tag est utilise pour marquer une regle comme ayant tout ses tuples satis-
faits. Le champ seq est utilise pour indiquer 1'ordre des appariements inter-elements. Ce
champ seq sert aussi lors des retours arriere lorsque Ie moteur procede a 1'elaboration
de Pensemble des conflits. Finalement, Ie champ flg indique qu une regle fait partie de
1'ensemble des conflits. A chaque cycle d'evaluation, les champs tag, seq et flg sont
remis a. zero. Si une regle est choisie, sa priorite dynaraique est mise a zero alors que la
priorite dynamique de toutes les autres regles faisant partie de 1 ensemble des conflits est
incrementee de un. C est ce precede de vieillissement qui assure que, si les conditions
d'activation de plusieurs regles de merne priorite statique sont toujours presentes, cha-
cune de ces regles sera eventuellement choisie pour Pexecution.
Notez que la table d'appariements n'est pas une table normalisee et que cette table
contlent une entree par appariement different. Ainsi, si un tuple est appariable a trois
faits, la table contiendra trois entrees pour ce tuple.
Types cTappariements
Le moteur d inference doit proceder a une phase d'appariements entre sa base de faits et
1'ensemble des regles dont 11 a la gestion pour determiner s'11 y a lieu de proceder au calcul
de 1 ensemble des conflits. Quatre cas d'appariement peuvent se produire : V appariement
de deux constantes, 1'appariement d'une variable et d'une constante, Vappariement d'une
variable a un objet, attribut ou une valeur et fmalement Vappariement d'une valeur avec
une constante. Dans cette section, nous presentons la table d'appariements et nous
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elaborons sur chacun des quatre types d'appariements.
• Appariement de deux constantes : Deux constantes sont compatibles si et
seulement si elles sont identiques. II faut comprendre ici que les valeurs associees
aux constantes ne sont pas verifiees. Pour etre appariables, les constantes doivent
etre lexicalement identiques dans les difFerents fichiers de parametres. L'exemple
suivant illustre un appariement reussi des deux constantes ON:
antecedent fait
^s- ......_.._............_...._..._^^
POMPE $etat ON et "POMPE ETAT ON
Les constantes ne peuvent se trouver que dans Ie champ valeur d un fait ou tuple
comme dans 1 exemple precedent ou comme parametre d une fonction comrae dans
1 exemple qui suit:
fonction
Plus($Niveau,DELTA,$NewNiveau)
Ici la constante DELTA devrait etre definie dans la liste des constantes.
Appariement d'une variable et d'une constante : Lorsqu'une variable s'apparie
a une constante, elle prend la valeur de la constante. Le moteur recupere la valeur
associee a la constante, telle que definie dans Ie fichier des noms. Si un nouveau
fait est infere a 1'aide de cette information, ce fait contient une valeur et non pas
une constante. Dans 1 exemple illustre aux figures 7 et 8, une variable, DEBIT, est
instanciee a 1'aide de la valeur 5 de la constante CINQ.
Appariement d'une variable a un objet, un attribut ou une valeur: Dans
Ie cas ou la variable s'apparie a un objet, un attribut ou une valeur, la variable
devient identique a son appariement. Dans 1'exemple suivant, la variable Sob j
s'identifie a Pobjet METHANE et la variable $att s'identifie a 1'attribut ALARME.
antecedent fait
$obj $att ON et METHANE ALARME ON
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CONSTANTES UN DEUX CINQ NIVEAU-DE-DEPART FIN-TABLEAU
VAL-CONSTANTES 1 2 5 10 FIN-TABLEAU
Figure 7: Definition de quelques constantes
// Fichier des faits initiaux
POMPE DEBIT CINQ
Figure 8: Sous-ensemble d'un fichier de faits
On ne peut pas associer une variable a un mutateur ou a une fonction.
• Appariement d'une valeur et d'une constante: II y a appariement d'-une
valeur dans un antecedent a une constante, seulement si la valeur associee a la con-
stante est identique a la valeur de Pantecedent. Pour Pexemple donne ci-dessous,
11 y a appariement entre :
antecedent fait
EAU NIVEAU NIVEAU-DE-DEPART et EAU NIVEAU 10
si et seulement si 11 existe une concordance dans Ie fichier des noms permettant
d'associer Ie niveau de depart et 10 comme dans Pextrait du fichier des noms
presente a la figure 7.
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2.2.3 Inferences
Les inferences permettent de modifier la base des faits. Chaque moteur efFectue ses in-
ferences sequentiellement et tous les processeurs travaillent en parallele. II n y a pas
d'ordonnancement.des difFerentes inferences effectuees sur les diflferents processeurs. Un
tel ordonnancement, si souhaitable, releve du role du programmeur des regles: voir la
section 2.2.5 sur les heuristiques. Nous discuterons ici du deroulement du processus
d'inference sur un processeur, de 1 ordre d evaluation des antecedents, des fonctions, du
calcul de Pensemble des conflits, de la resolution des conflits et finalement de 1'evaluation
des consequents.
Les moteurs d inference qui s executent sur tous les processeurs sont identiques. Tous
possedent la meme boucle d'evaluation (voir figure 3). En premier lieu, un moteur lit
ses fichiers de parametres du problerae, comme nous Pavons vu a la section 2.1, certains
de ces fichiers sont les memes pour tous les processeurs et certains sont propres a cha-
cun. Apres Petape de lecture, Ie moteur possede une base de regles, une base de faits
et une table de routage ainsi que 1 ensemble des mots utilises dans Ie probleme. II entre
alors dans la boucle d'evaluation scheraatisee a la figure 3. A la phase d'appariements,
seuls les nouveaux faits sont traites (au demarrage du moteur, tous les faits sont nou-
veaux). Le moteur procede ensuite a la raise a jour de sa table d'appariements. La table
d appariements contient toutes les informations sur les relations a etablir entre les faits,
les tuples des regles, les priorites statiques et dynamiques ainsi que divers autres champs
de controle necessaires.a la gestion adequate des inferences. La table d'appariements est
construite a partir de la base de faits et de la base de regles. Par consequent, elle est done
en constante mutation; des que la base de faits est modifiee, la table d'appariements est
raise a jour.
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Modification de la base de faits
Suite a la modification d un fait, Ie moteur compare celui-ci a tous les antecedents de sa
base de regles. S'11 y a appariement entre Ie fait et un tuple, ce tuple est marque comme
potentiellement satisfait. La notion potentiellement satisfait signifie simplement que Ie
fait peut instancier Ie tuple. Cela ne signifie pas que la regle a laquelle appartient ce
tuple est instanciable, car 11 est possible que 1 instanciation ulterieure de ce tuple par ce
fait entre en conflit avec 1 instanciation d autres tuples d une meme regle.
L operation de comparaison est repeteejusqu a epuisement des tuples et des faits modifies.
L'evaluation des antecedents:
L evaluation des antecedents et consequents de regles necessite 1 utilisation d'une table
nominee table des variables. Avant de proceder a la presentation du mode d'evaluation
des antecedents, nous presentons cette table.
Table des variables: Le tableau 2 represente une partie de la table des variables
lors de 1 evaluation d'antecedents d'une regle. Cette representation abstraite de la
table figurative nous montre trois colonnes, soit les colonnes variables, liaison et
temporaire.












La premiere colonne contient Ie nom de chacune des variables du probleme. Le contenu
de cette colonne est identique a la Uste des variables que 1'on retrouve dans Ie fichier des
34
noms. La seconde colonne, que nous avons nomme liaison^ contient les valeurs de vari-
ables definitives (pour une regle donnee et a un moment donne) que 1'on peut utiliser pour
instancier une regle. La troisieme colonne, la colonne temporaire, represente les valeurs
de variables provisoires. Nous procedons cornme suit. Premierement, lorsqu'un antece-
dent de regle peut s'apparier a un fait et que cet antecedent contient une ou plusieurs
variables, alors nous plagons la valeur associee a chacune des variables dans la colonne
temporaire^ a chacune des lignes appropriees. Nous efEectuons un premier mouvement de
la colonne temporaire vers la colonne liaison et reinitialisons la colonne temporaire. Ce
mouvement s'effectue sans restriction, car la colonne liaison n-e contient rien a cette etape.
Nous procedons a Pappariement des antecedents successifs de fa^on similaire, c'est-a-dire
nous copious la valeur de chaque variable appariable a un fait a la ligne de cette variable,
dans la colonne temporaire. Mais cette fois avant d'efFectuer Ie mouvement de la colonne
temporaire a la colonne liaison, nous nous assurons qu'il n'y a pas de conflit (deux valeurs
non nulles difFerentes) entre les deux colonnes de valeurs pour chacune des variables. S'11
n'y a pas de conflit entre les deux colonnes alors nous efFectuons Ie rnouveraent (copie de
la colonne temporaire dans la colonne liaison et reinitialisation de la colonne ternporaire).
Parfois ce mouvement remplace une valeur par une autre identique , parfois 11 initialise
une nouvelle cellule de la colonne liaison avec une valeur. Si par contre, 11 y a conflit
entre les colonnes ternporaire et liaison alors Ie fait courant est rejette (du moins tem-
porairement) et Palgorithme procede a la recherche d'un autre fait pouvant s'apparier a
1 antecedent courant. Lorsqu'un fait est trouve, les algorithmes d'association (copie de
la valeur a la cellule temporaire appropriee) et de validation (verification de conflit) sont
repetes jusqu a epuisement des antecedents d'une regle.
1 Nous considerons que dans ce contexte il est mains couteux d'effectuer la substitution systernatique
que de comparer continuellement et ne substituer qu'au besoin.
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Considerons Ie cas limite suivant. L'epuisement des falts s'effectue avant 1'appariement
reussi d'un antecedent d'une regle. L algorithme precede alors a une reprise arriere in-
crementale. II rejette Ie dernier fait qu il avait accepte et tente un nouvel appariement
avec un nouveau fait, si cela ne fonctionne pas, il recule recursivement en rejettant cette
fois les deux derniers faits qu il avait acceptes et procede ainsi de suite jusqu a. epuise-
ment recursif des faits ou jusqu a, un appariement reussi. Rejeter un fait accepte, signifle
reinitialiser la ou les variables de la colonne liaison que ce fait avait reussi a faire adopter.
Si apres avoir termine 1'algorithme d appariement, un antecedent demeure sans ap-
pariement reussi, alors la regle est ignoree pour ce cycle d'evaluation. Si par contre,
tous les antecedents d'une regle ont trouve un fait a qui ils peuvent s'apparier sans con-
flits alors la regle est marquee instanciable. Seules les regles instanciables (done sans
conflits internes) font partie de V ensemble des conflits.
L'evaluation des fonctions
L evaluation des fonctions presentes parmi les antecedents est tres simple. Les fonctions
sont presentes dans la table d'appariements et aucun fait ne leur est associe. La procedure
de la figure 9 indique comment s'effectue 1'evaluation d'une fonction.
Calcul de Pensemble des conflits
Chaque regle, ayant au mains un fait pouvant mstancier chacun de ses antecedents,
est evaluee pour determiner si elle est instanciable. Lorsqu'une regle est instancia-
ble, un numero d'instanciation lui est afFecte. Toutes les regles possedant un numero
d instanciation forment 1'ensemble des conflits.
La resolution des conflits
Le choix de la regle a executer parmi celles presentes dans 1'ensemble des conflits est base
sur trois heuristiques decrites a la section 2.2.5. II suffit de mentionner id qu'a la suite
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La fonction a-t-elle des parametres de type 'variable'?
Si out
Recuperer les valeurs associees a ces variables dans la table temporaire des variables
La fonction a-t-elle des parametres de type constante ?
Si oui
Recuperer les valeurs associees a ces constantes 'telles que definies dans Ie fichier des noms.
Trouver la fonction devant etre appelee dans Ie tableau des fonctions predefinies.
Appeler la fonction avec les valeurs des parametres recuperees.
La fonction retourne-t-elle VRAI?
Si oui
La •fonction possede-t-elle un parametre de retour?
Si oui
Le copier dans la table des variables.
Poursuivre 1'evaluation
Si non , .
Marquer cet antecedent non satisfait
Tenter un retour arriere (chercher a associer d'autres faits/antecedents afin que les
parametres de la fonction changent et permettent ainsi .une ree valuation.)
Figure 9: Procedure d evaluation d'une fonction
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de la resolution des conflits, une et une seule regle sera choisie pour etre executee.
L'evaluation des consequents
L'evaluation des consequents est vue cornme une operation atomique, localernent, et
comme une suite d'operations sur les sites eloignes. Le processeur local evalue tous les
consequents avant de proceder a un nouveau calcul de son ensemble des conflits. Par
centre, pour les processeurs eloignes, 1 utilisation du paradigme de la corarnunication par
messages leur presente les nouveaux faits comme une suite d'elements de connaissances
detaches. Theoriquement, un processeur eloigne pourrait avoir Ie temps d'effectuer un
cycle d'evaluation et d'inference entre la reception d'un premier fait d'une regle et la re-
ception d un autre fait Ie concernant et ayant ete infere par la memeregle. C'est un cas de
demie-verite. Prenons 1 exemple d un courtier qui revolt une note disant "Vendez toutes
mes actions" et qu'apres qu'il alt procede, il revolt Ie reste du message "des qu'elles vau-
dront $20.00 piece". Des recherches futures sur ce sujet permettraient d'evaluer 1'impact
de ce probleme et dy trouver une solution. Nous elaborons plus en details sur cette
question a la conclusion du memoire.
Generalement, les consequents sont composes de mutateurs et de faits. Les mutateurs
permettent de modifier la base de faits, qu'elle soit locale ou eloignee. Une modification
de la base de faits n aura lieu que si Ie nouveau fait constitue une modification de la valeur
de 1 attribut par rapport au fait presentement dans la base. Si Ie fait re^u est identique
a celui present dans la base, alors il n'y a pas de recalcul de la table d'appariements ni
de 1 ensemble des conflits.
Condition d'arret
Dans Pintroduction, nous avons vu qu'un moteur d'inference type repete son cycle d'evaluation
jusqu a ce qu'une condition d'arret soit satisfaite. Cette condition d'arret est generale-
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ment Patteinte d'un but donne ou I'epuisernent de toutes les inferences possibles. Notre
modele de moteur d'inference a la particularite de ne pas s'arreter, rneme s'il n'y a plus
d'inference possible. A 1'epuisement des inferences, notre moteur reste en attente de nou-
veaux faits provenant des autres processeurs, car ceux-ci peuvent toujours venir aliraenter
un moteur en famine de nouveaux faits par leurs di verses inferences.
2.2.4 Les fonctions
Un certain nombre de fonctions mathematiques et booleennes sont predefinies. La defi-
nition de ces fonctions est contenue dans Ie fichier fonctions-predefinies.c.
Les fonctions de calcul mathematique : Toutes les fonctions mathematiques pos-
sedent deux parametres en entree et un parametre en sortie. Les fonctions mathe-
matiques telles que definies ont toutes une valeur de retour VRAI.
1. Plus : Les deux premiers parametres sont additionnes et Ie resultat de 1'addition
est depose dans Ie troisieme parametre.
2. Minus : Cette fonction soustrait Ie deuxieme parametre du premier et Ie
resultat est depose dans Ie troisieme.
3. Mult: EfFectue la multiplication de deux nombres entiers.
4. Min et Max: Ces fonctions deposent, respect ivement, dans Ie parametre
de retour, Pelement minimum et Pelement maximum des deux parametres
d entree.
Les fonctions booleennes: Les trois fonctions booleennes predeflnies Equal, Greater,
et Smaller comparent les deux p'arametres d'entree des fonctions et retournent Ie
resultat de la comparaison des parametres. Le contenu du parametre de sortie est
indefini, car 11 n'est pas utilise, c'est la fonction elle-meme qui retourne Ie resultat.
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Si les fonctions predefmies ne suffisent pas pour Ie besoin d'un problerne donne, 1 utilisateur
doit definir de nouvelles fonctions et les inclure dans Ie fichier fonction-predefinies.c. II
devra evidemment recompiler Ie programme au complet. L'ordre d'apparition des noms
de fonctions dans Ie tableau des Fonctions-predefinies doit correspondre exactement a
celui de ces memes fonctions dans Ie fichier des noms decrivant Ie probleme a resoudre.
2.2.5 Les heuristiques
Notre moteur d'inference utilise deux heuristiques pour determiner quelle sera la regle
elue pour execution parmi les regles presentes dans 1 ensemble des conflits. Deux autres
heuristiques sont utilisees pour determiner quelles sont les regles presentes dans 1'ensemble
des conflits.
• Les priorites statiques : Chaque regle possede une priorite statique qui lui a ete
affectee par Ie programmeur des regles. Si, dans Pensemble des conflits, une regle
possede une priorite statique superieure a toutes les autres, cette regle sera choisie.
• Les priorites dynamiques: A chaque cycle, la priorite dynamique de chaque
regle faisant partie de 1 ensemble des confl.its et dont 1 execution n'est pas efFectuee
est incrementee. Si plusieurs regles ont une priorite statique identique, la regle
ayant la priorite dynamique la plus elevee est elue pour execution. Si plusieurs
regles ont, a la fois, les memes priorites statiques et les rnemes priorites dynamiques,
la premiere regle rencontree est choisie pour execution.
• Les faits les plus recents : L'utilisation des faits les plus recents n'est pas consid-
eree dans la resolution des conflits, mais son impact sur la formation du dit ensemble
est tel qu'il supplante toutes les autres heuristiques. L'arrivee d'un nouveau fait
force un nouveau calcul de 1'ensemble des conflits. Cette methode permet d'assurer
une certaine coherence entre les bases de faits reparties sur chaque processeur. Par
contre, cette heuristique risque de provoquer une suralimentation en faits ou une
40
famine d'execution. Ce phenomene se produit lorsqu'un processeur n'a que peu de
faits et peu de regles a trailer. Sa boucle d'evaluation etant courte, 11 inonde rapide-
ment les autres processeurs avec ses nouveaux faits provoquant ainsi la reevaluation
de leur table d'appariements respective. II s'en suit une degenerescence du modele.
Pour pallier a ce probleme, nous utilisons un parametre de desynchronisation.
• Le parametre de desynchronisation Le parametre de desynchronisation est un
entier passe a chaque moteur pour les ralentir. Contrairement a 1'optique de gain
de performance par Putilisation d'entiers au mveau de la representation interne,
chaque moteur doit etre ralenti artificiellement pour deux raisons :
— 1- Pour eviter d'inonder de nouveaux faits Ie processeur (P 100) responsable
de la communication avec Ie logiciel d interface graphique. Si Ie parametre de
desynchronisation est trap petit, les messages arrivent a une cadence superieure
a la capacite de consommation de messages par Plnterface graphique. II y a
debordement de messages et perte de synchronisme relatif entre les bases de
faits des processeurs et 1'affichage graph! que de celles-ci.
— 2- Pour ralentir certains processeurs par rapport a d'autres. Ce faisant, on
peut s assurer que tous les processeurs pourront a un moment ou a un autre
avoir la chance d'executer une de leurs regles. Car a un certain moment un
processeur sera pret a inferer et celui qui avait Phabitude de 1'inonder de faits
est en boucle d attente.
2.2.6 La communication inter-noeuds
ALEX-Trollius dispose d'un langage specialise appele BNAIL2 permettant la connexion
logique des differents processeurs selon diflferentes architectures. De plus, plusieurs prim-
itives d ALEX-Trollius permettent d'etablir une communication inter-noeuds a toute une
2BNAIL est un acronyme pour Boot schema Node And Interconnect Language [Ale92a]
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gamme de niveaux. Pour notre moteur, nous avons connecte les differents processeurs
avec un schema grille (grid)i; les primitives de communication que nous utilisons (voir
section 2.3.2) rendent inutile 1'utilisation d'une autre architecture de communication.
La communication inter-noeuds est geree a 1'aide du fichier de routage. Nous decrivons
maintenant les particularites du fichier de routage, nous introduisons Ie principe de com-
munication par messages sous ALEX-Trollius, nous discutons des avantages de la relation
objet-attribut-noeud et finalement nous precisons les actions prises lors d'une inference
locale.
Le fichier de routage: Le fichier de routage fait partie integrante de la strategie
utilisee lors d inferences paralleles. Le fichier de routage est particulier a chacun
des processeurs ; 11 contient toutes les informations permettant a un moteur donne
de determiner quels autres processeurs il doit aviser lors d'inference de nouveaux
faits, soit une serie de triplets objet, attribut, processeur. Chaque processeur ayant
son fichier de routage particulier, Ie prograrnmeur peut done indiquer 1'ensemble
minimal de processeurs qui doivent etre avises lors d'une modification. La syntaxe
formelle d un fichier de routage est donnee en annexe 5.
La relation objet-attribut-processeur: Nous avons vu qu'un fait est forme d'un
triplet objet-attribut-valeur. La relation objet, attribut, process eurpeTmei de limiter
Ie nombre de messages inter-noeuds au minimum; en effet, un processeur donne ne
revolt que les faits pour lesquels au moins une de ses regles de production utilise
Passociation objet, attribut. Cette restriction permet de reduire encore plus Ie
nombre de messages que si on se limitait au niveau objet.
L inference locale: Lorsque Ie nouveau fait infere est utilise localement, un traitement
special est efFectue par Ie moteur. Le nouveau fait est traite directement; un
moteur n envoie pas de messages a lui-meme. Chaque nouveau fait infere localement
modifie directement la base de faits et tous les faits produits par une meme regle
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sont traites avant que Ie cycle d inference ne recommence.
Nous elaborons plus en details sur la communications inter-noeuds a la section 2.3.2 et
sur Ie format des messages qu utilise ALEX a la section 2.3.3.
2.3 Communication avec VAPS
La communication entre ALEX et VAPS est etablie a 1'aide d'un processeur situe sur
une carte a Pmterieur d un SUN; ce processeur est appele Ie noeud racine. Le noeud
racine communique avec VAPS via les ports de communication TCP/IP. Dans cette
section, nous elaborons sur ces aspects ainsi que sur Ie programme de commuhication
inter-processus, Ie format de message utilise et la relation ob jet, attribut, membre reliant
les f alts aux ob jets de 1 interface VAPS.
• Le noeud racine: Le noeud racine est Ie processeur sur lequel s'execute Ie pro-
gramme effectuant Ie lien entre ALEX et VAPS. Ce noeud est connu sous Ie nom
de T24, N24 et aussi P100, selon Putilisation. II s'appelle T24 dans Ie fichier bnail
utilise au demarrage du systeme d'exploitation ALEX-Trollius ainsi que dans les
fichiers de configuration des connexions (voir les manuels de references d'ALEX-
Trollius [Ale92a] pour plus de details). Lorsqu'on utilise les outils XTrollius, Ie
noeud racine a pour nom N24. Finalement, a 1'interieur des programmes tc', on
utilise la commande getorigin() pour obtenir Padresse du noeud racine. Cette
fonction retourne 100, c'est pOurquoi les fichiers de routage que nous utilisons men-
tionnent Ie noeud racine corame etant Pl 00.
• Le communication via TCP/IP : Pour etablir la communication entre deux
processus s executant sur des ordinateurs SUN, ces derniers doivent utiliser des
ports TCP/IP et etre connectes logiquement a Pal de d'une table de connexion.
La figure 10 presente la partie du fichier /etc/services ayant trait a la definition
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#
•#. pour vaps (et vbe)
#
vaps-re 5006/tcp #Port for one VAPS process
vaps^sim 5007/tcp #Port for another VAPS process
Figure 10: Fichier /etc/services
des ports TCP/IP requis pour etablir cette communication. La figure 11 indique
Ie contenu du fichier vpnetwork, lequel permet d etablir Ie lien entre les noms des
processus, les machines ou s'executent les programmes et les ports TCP/IP. Pour
cet exemple, re est Ie nom du Runtime Environment de VAPS, grandduc Ie nom de
la machine ou s'execute VAPS et vaps-re est Ie nom du port TCP/IP associe. Le
programme root est Ie nom donne au programme de lien entre ALEX et VAPS,
nyctale Ie nom de la machine ayant la carte ALEX (done Ie noeud racine T24) et
vaps-sim est Ie nom du port.
• Les canaux et les rnembres: Le mecanisme de communication de VAPS est
constitue de canaux et de membres. Un canal defini une collection de donnees ele-
mentaires echangee comrne une seule unite. On nomme membre chaque element de
donnee d un canal. Chaque membre contient une donnee de type elementaire (c'est-
a-dire double, reel, entier court, un long ou un charactere). En plus, chaque canal
possede un type et une portee. Un canal peut etre de type FAST ou QUEUED. La
portee peut prendre la valeur SESSION ou LOCAL. Le programmeur qui utilise
un canal de type FAST et de portee LOCAL dispose de fonctions specifiques pour
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#
# Host Specification Lines
#
^ The format of the following lines is as follows:
#
# process-name nick-name host-name port-name
#
re 1 grandduc vaps-re
root 2 nyctale vaps-^im
Figure 11: Fichier /vpnetwork
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manipuler les canaux, tandls que la complexite de la gestion des canaux de type
QUEUED et SESSION-est laisse au programmeur. Les types QUEUED sont
utilises pour etablir une communication synchrone. Les canaux FAST, on Ie devine,
sont plus rapides que les canaux QUEUED, mais ces derniers sont plus fiables. La
portee LOCAL d'un canal est limitee a une interface tandis que la portee SES-
SIGN permet au canal d'etre connu de tous les programmes et meme au travers
d'un reseau. Les membres sont consideres conime des tableaux de donnees elemen-
taires. Les tableaux adrais par VAPS peuvent etre de type vectoriel ou a deux
et meme trois dimensions. Les interfaces creees par Palmier [Pal95] utilisent des
canaux de type FAST, de portee SESSION et ont des membres vectoriels. Pour
en connaitre plus sur les differentes fonctionnalitees reliees aux canaux et mem-
bres Ie lecteur peut consulter la section 'Network Communication and Applications
Interface5 de VAPS [Vir93].
Le programme de communication inter-processus : Le programme de com-
munication inter-processus consiste en une boucle d'interrogation entre ALEX et
VAPS. Le programme verifie s 11 a regu un message en provenance de la machine
ALEX. Si c est Ie cas, 11 compare ce nouveau fait avec Ie contenu de sa base de
faits ; s 11 ne detecte pas de difference ou si ce nouveau message n'a pas d'impact
graphique, aldrs Ie programme n'efFectue aucun traitement avec ce message. Par
centre, si Ie message a un impact graphique, Ie moteur obtient de sa table de routage
Ie membre sur lequel 11 doit expedier Pinformation a 1'interface VAPS, convertit Ie
message et 1'expedie. Evidemment, pour un message qui modifie un fait, Ie pro-
gramme effectue une mise a jour de sa base de faits.
Similairement, lorsque Ie programme n'a pas regu de message d'ALEX, 11 verifie
s'il a re^u un message de VAPS. Le traitement des messages provenant de VAPS
est 1 inverse de celui effectue pour les messages d'ALEX: reception de message,
conversion en entier, verification du contenu de la base de faits locale et, s'il y a
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lieu, mise a jour de la base de faits, extraction des destinations ALEX et envoi des
messages.
Les relations de dependance du programme de communication inter-processus sont









'./ / / //,
'/Ill
Figure 12: Communication inter-processus
• La relation objet, attribut, membre: Chaque objet graphique de 1'interface
VAPS est relie a un membre d'un canal. La communication entre les deux appli-
cations se materialise via ces canaux. Les canaux de VAPS contiennent des reels
et notre modele n'utilise que des entiers. Aussi est-il necessaire d'efFectuer une
conversion entre la lecture et 1'ecriture ; c'est la partie ALEX qui effectue cette
conversion. Une valeur est deposee dans un membre par Ie processus de commu-
nication ALEX-VAPS, Pinterface graphique s'en saisit et affecte a 1'objet relie. Ie
changement d'etat demande. Inversement, 1'interface graphique transmet au pro-
cesseur P100 toute modification demandee par 1'utilisateur via un ensemble de
membres et canaux de sortie.
• Le format des messages : Le format des messages echanges entre Ie processeur
Pl 00 et Pinterface graph! que est tres simple, Ie programme de communication en-
voie une structure de message (un canal compose de membres) dans laquelle il
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indique quelle valeur reelle 11 desire affecter a quel membre. L'interface VAPS in-
terprete Ie contenu de chaque membre et affecte la valeur a 1 ob jet graphique associe
au membre. Pour la reception, Ie processeur P100 juxtapose Ie nom d un Fobjet et
de son attribut et obtient ainsi Ie nom du membre associe, 11 ne lui reste qu a lire
Ie membre, convertir Ie reel re^u en entler et affecter la valeur de 1'attribut.
2.3.1 AfBchage et controle
La creation d'une interface graphique pour interagir avec Ie moteur d'inference parallele
est une tache qui doit etre faite apres consultation avec la personne qui prograinme les
regles d inference. Leur complicite doit etre complete, car les noms donnes aux differents
composantes au moment de la conception doivent etre rigoureusement respectes dans les
deux systemes.
La conception d'une interface : Le programme qui etablit la com.rnunication entre
VAPS et ALEX- permet la conversion des notions distinctes d')objet et ^attribut
que reconnait ALEX en des concepts plus restrictifs d'association objet-attribut que
reconnait VAPS. Meme si conceptuellement pour Ie moteur d'inference, un objet et
son attribut sont deux entites distinctes (on peut avoir un objet avec plusieurs at-
tributs), pour VAPS la relation objet, attribut constitue une et une seule entite. Par
exemple, la notion de 'couleur' n'a pas de signification pour VAPS si elle n'est pas
associee a un ob jet. ALEX est plus flexible sur ce point. C'est pourquoi nous avons
choisi de nommer les ob jets de VAPS a partir de la juxtaposition du nom et de
Pattribut d'un objet d'ALEX. Ainsi 1'objet WATER et Pattribut LEVEL d'ALEX
forment Pobjet WATERLEVEL de VAPS. La valeur de Pattribut d'ALEX devient
Petat de Pobjet VAPS.
Prenons 1 exemple des trains presente en annexe C. Dans 1'editeur d'objets de
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VAPS, un train est defini a Paide d'un objet Lumiere3^ la valeur de 1'attribut
d'ALEX (la position du train) devient 1'etat de la lumiere correspondante. Le pro-
grammeur des regles et Ie concepteur de 1 interface doivent aussi s'entendre sur les
valeurs de certaines constantes definies dans Ie fichier des noms. Considerons Ie
fait PUMP STATE ON (tire de Pexemple de la mine, voir annexe 1) La constante
ON, une fois interpretee par Ie moteur d'inference, devient une valeur et celle-ci
est passee a 1 interface graphique pour devenir un etat de 1 ob jet PUMPSTATE,
d'ou 1 importance que la valeur de la constante definie dans Ie fichier des noms
corresponde bien a la valeur de 1 et at souhaite.
Deux fichiers de canaux doivent etre definis pour indiquer Ie nom des membres
-des differents elements de 1 interface. Les figures 25 et 26 presentent les fichiers de
canaux pour 1'exemple de la mine. Ces trois aspects (rigueur des noms et valeurs des
constantes et fichiers de canaux) sont les seuls aspects restrictifs relies a I'interaction
entre Ie moteur parallele et 1'interface graphique.
AfRchage partiel des resultats d'inference : II va de soi que certains faits inferes
par les differents moteurs d'mference n'ont pas une incidence graphique. Pour
limiter Ie transfert de ces faits sans incidence graphique entre la machine parallele
et 1 interface graphique, nous utilisons un fichier de ro.utage similaire a ceux utilises
pour limiter la communication des faits entre les processeurs. Ce fichier est passe
en parametre au programme s executant sur la machine SUN et servant de liens
entre ALEX et VAPS.
3L'objet lumiere de VAPS a une definition, plus vaste que celle generalement reconnue. Une lumiere
VAPS peut etre tout objet graphique auquel on peut associer un ou plusieurs etats. Chaque train de
notre probleme est represente a 1'aide d'une lumiere a 32 etats, chaque etat-representant un train a une
position differente sur la voie ferree. En changeant Petat de la lumiere, on cree 1'impression que Ie train
se 'deplace' sur la vote ferree.
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Controles specifiques : II est parfois utile de pouvoir agir sur Ie deroulement de
Pexecution d'un prograram.e, nous utilisons alors ce que nous appelons con'troles
specifiques. Nous avons demontre que la communication entre ALEX et VAPS pou-
vait etre bidirectionnelle en etablissant un mecanisme d interaction entre 1'interface
VAPS et la machine parallele. L'exemple de la mine illustre ce fait a 1'aide de trois
controles agissant respectiveraent sur la capacite de pompage, Ie debit d'arrivee
du methane et Ie debit d'entree d'eau. Chaque controle, en reponse aux modi-
fications apportees par 1 utilisateur, depose une valeur dans son membre associe.
Malheureusement, la lecture des membres est indistinctive, c'est-a-dire que nous
ne disposons pas de primitives pouvant determiner si un membre contient une nou-
velle valeur, mais nous disposons de primitives pour savoir si un canal a change
de valeur. VAPS n'offre pas de mecanismes permettant d'etre plus selectif. Nous
avons done resolu Ie probleme en maintenant constamment une table des valeurs
courantes des differents membres. Une routine boucle sur ces valeurs et les compare
au contenu des membres. Si la comparaison revele une difference, alors la table des
valeurs courantes est mise a jour et un message est produit et envoye aux differents
processeurs mentionnes dans Ie fichier de routage.
L'execution sur un processeur eloigne : L'execution de VAPS sur une machine
drfferente de celle qui execute Ie programme de communication entre VAPS et
ALEX demontre que la proximite des processus n'est pas necessaire. Toutes les
communications se font via les ports TCP/IP et de ce fait, les processus peuvent
s executer sur des machines situees a de grandes distances.
Nous limitons ici notre intervention au niveau de Paffichage et du controle de 1'interface
graphique. Nous invitons Ie lecteur desireux d'en connaitre plus sur Ie sujet a consulter
les differents guides de reference du logiciel VAPS ainsi que Ie document 'Realisation
d'interfaces graph! ques pour un controleur de procedes industriels' [Pal95].. Ce dernier
document traite de la realisation d'interfaces graphiques en general mais aussi de la
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realisation specifique des deux interfaces requis pour Ie probleme du drainage d'une mine
et de 1-a circulation des trains. Referez-vous aux annexes B et D pour apprecier Ie result at
final du travail.
2.3.2 Les messages inter-processeurs et inter-processus
ALEX offre toute une panoplie de primitives de communication par messages inter-
processeurs ou inter-processus, toutes ont leurs avantages et leurs inconvenients. Nous
presenterons brievement chacune de ces fonctions dans cette section, puts nous ela-
borerons sur Ie choix que nous avons fait et les raisons qui Ie motivent. Le tableau
3 presente les difFerentes primitives fournies par ALEX. Chaque serie est associee a un
niveau d'abstraction, different.




















II faut ajouter a cette liste les primitives bsend, brecv, csend et crecv que Pon peut qual-
ifier de sucre syntaxique4^ car elles n'offrent aucune fonctionnalite accrue. Elles ne font
qu appeler d aut res fonctions en utilisant des valeurs par defaut pour certains parametres.
Les primitives de niveau reseau sent les plus simples a utiliser, mais elles sont les plus
4Le sucre syntaxique est un terme que Pan associe aux primitives d>un langage lorsque celles-ci
permettent d'acceder plus facilement a d'autres primitives.
51
couteuses au point de vue traitement. On doit fournlr a la fonction n-send Ie nom du
processeur destinataire. Par centre, on ne peut pas fournir aux fonctions recv Ie pro-
cesseur source, done Ie premier message arrive a destination est consomme en premier.
Notons que les fonctions n-send et n-try-send ont toutes deux une approche politique'
a leurs messages. Pour ces fonctions, 'Un probleme repousse est un probleme regle '.'. En
effet, si un processeur reussit a se debarrasser d'un message en 1'envoyant a son voisin,
alors les fonctions send- considerent que 1 envoi a fonctiortne. En d autres termes, la
valeur de retour de la fonction n-send indique que Ie processeur n'a plus Ie message, mats
ceci ne permet en aucun cas d af&rmer que Ie message a ete bien re^u par son destinataire.
Les fonctions t-send et t-recv assurent une synchronisation inter-processus, car elles
n'existent pas en saveur non bloquante. Un processeur destinataire doit faire un t-recv
pour que Ie processeur source puisse se Uberer de son t-send. Au niveau transport, Ie
processeur source doit identifier Ie destinataire et vice versa.
Les niveaux reseau et transport out tous deux un mecanisme independant et transparant
de morcellement des messages en paquets, rnais seuls les messages longs (necessitant mor-
cellement) utilisant les primitives de niveau transport sont assures d'amver dans I'ordre
au destinataire. Si plusieurs messages longs sont envoyes par plusieurs processeurs avec
les primitives n-send^ alors les messages peuvent arriver non seulement dans Ie desordre
mais aussi entrelaces!
Les primitives de niveau liens n oflErent pas de morcellement automatiique des messages
longs, et les messages ne peuvent etre envoyes qu'a un processeur voisin (dans Ie sens du
schema de topologie charge par Ie fichier bnail). De plus, on doit fournir aux fonctions
d-send, d-recv, d-try-send et d-try-recv I'identification du lien sur lequel on desire envoyer
Ie message. L'avantage de ses fonctions est Ie cout minime associe a 1'envoi d'un message.
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Au niveau physique, les primitives p-send et p-recu, comme Ie nom du niveau 1 indique,
accedent directement a la mecanique des liens de communication entre les processeurs.
Elle ne peuvent etre utilisees qu'apres avoir etabli un circuit virtuel a 1 aide des primitives
d'un niveau superieur. Ces fonctions n offrent aucune protection centre les erreurs.
Les primitives du niveau noyau sont utilisees pour permettre la comraunication entre
difFerents processus s'executant sur un merne processeur; d'ailleurs, c'est par 1'entremise
de ces primitives de niveau noyau que Ie systeme d exploitation Trollius cornraande
Pexecution de ses diverses taches.
Finalement, Ie niveau local permet lui aussi la communication inter-processus sur un
meme processeur raais cette fois par 1 entremise de la creation meme des processus. Les
fonctions kpar permettent la creation de processus avec un niveau variable de piles me-
moire partagee. Kpar-He (pour helium) permet la creation de processus 'legers' ne dis-
posant pas de leurs propres piles raemoire. Chaque processus cree avec kpar-He partage
completement 1 espace memoire du processus qui 1'a cree, 11 partage aussi ses donnees.
Similairement, un programme execute, avec la commande kpar-Na (sodium, plus lourd)
est un processus ayant sa propre pile mais partageant les donnees de son createur. Un
processus kpar-Fe (fer) est completement autonome avec sa pile memoire et son espace
de donnees.
Devant cette multitude de choix de types de communication par message, nous avons
d'embleeellmineles fonctions de niveau local, noyau et physique, car une gestion adequate
de celles-ci nous aurait eloigne de notre but de creer un moteur d'inference parallele inter-
agissant avec un logiciel d'interface graphique. Les fonctions de niveau transport n'ofFrant
pas de fonctions non bloqu antes sont rejetees, car nous ne devons pas arreter Ie moteur
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parce qu'un processeur n'est pas pret a recevoir un message. Nous avons finalement opte
pour les fonctions de niveau reseau pour ne pas avoir a tenir compte de la topologie
sous-jacente (ce que nous aurions du faire en utilisant les fonctions de niveau lien). Ce
choix est aussi guide par les auteurs du livre de reference d'ALEX.
Toutefois, nous n'utilisons pas directement les fonctions n-send, n-recv, n-try-send et
n-try-rec, nous utilisons les fonctions jsend^ jrecv et jtry-recv (du sucre syntaxique) de la
librairie libjd. 6
2.3.3 Structure cPun message de niveau reseau
Nous decrivons dans cette section la structure d'un message de niveau reseau (voir figure
13). Chaque fait qu'un processeur envoie a un autre processeur est encode dans une
structure de message. Le premier champ d un message est Ie nh-dLevent. Ce champ est
utilise par les mecanismes de communication de niveau lien et physique pour indiquer
1 evenement qui permet la cornmunication. Puisque nous utilisons les fonctions n-send,
n-recv et n-try-recv nous ignorons par consequent ce champ.
Le champ nh-node est utilise par Ie processeur source pour indiquer Ie numero du pro-
cesseur destinataire. Le processeur destinataire n'utilise pas ce champ.
Le nh-event contient un 'evenement'. II s'agit en realite d'un entier positif de 32 bits
permettant la synchronisation. Les deux processeurs doivent indiquer Ie meme nh-event,
sinon 11 ne peut y avoir de synchronisation.
5En page 15 de ALEX-Trollius C Reference [Ale92a] on peut lire: 'By sticking to the network sub-
level [primitives] and ignoring half the fields in the network message descriptor, the user will be dumb,
happy and productive.'
La librairie libjd a ete developpee en collaboration avec David Jean lors d'un travail d'equipe dans
Ie cadre d'un cours de deuxieme cycle.
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Le nh-type est aussi un entier utilise pour permettre la 'synchronisation, mais cette fois
Pentier est utilise comme un champ de 'bits'. Si Ie nh-type est egal a zero (comme dans
notre cas), alors la synchronisation peut s'effectuer avec tous les messages ayant Ie meme
nh-event. Si par contre Ie nh-type est plus grand que zero, alors la synchronisation n est
permise qu'avec les messages possedant un nh-event identique et un nh-type partageant
au mains un 'bit' a '1 ; en d autres termes, Ie resultat de 1 operation et logique des deux
nh-types doit etre different de zero.
Le nhJength indique la longueur du message transfere. Puisque nous n utilisons pas
la partie message, alors cette longueur est nulle pour notre moteur.
Le champ nh-flags est un entier utilise lui aussi comme champ de 'bit' et sert a indiquer
differentes options. Ces options servent a indiquer si les mecanismes de commumcation
d'ALEX-Trollius doivent utiliser_de tampons. Elles renseignent aussi sur Ie type de don-
nees contenues dans la partie message. Nous n utilisons pas ce champ de la structure
d un message.
Vient ensuite Ie champ (tableau) nh-data[8] ,. C'est ici que nous deposons tous les entiers
necessaires pour representer un fait des bases de faits. Nous utilisons quatre indices du
tableau nh-data pour passer un message, soit respectivement un pour Ie mutateur, I'objet,
I attribut et un pour la valeur.
Comme Ie lecteur peut Ie constater, la structure de message nmsg offre une grande flex-
ibilite, meme en ignorant un bonne partie des champs (nh-dl-event, nh-type, nhJength,
Un programmeur avert! n'utilise jamais nh-data[7], car cet indice est utilise par un outil de tra^age
de programme nomme Paragraph. Meme si nous n'utilisons pas cet outil, nous n'avons pas utilise cet



















Figure 13: Structure d un message de niveau reseau
rihJlags et *nh-msg). II demeure possible d'utiliser les autres champs pour permettre
une communication simple et efficace entre les processeurs.
2.4 Representation interne
Notre representation interne utilise uniquement des nombres entiers. Tous les faits, regles,
objets, attributs, valeurs, constantes sont transformes en entiers de 32 bits. Comme nous
1'avons vu a la section 2.3.3 portant sur la structure d'un message, nous n'utilisons pas la
partie pointeur d un message proprement dit. Nous nous limitons a la section de controle
et a un tableau d'entiers. C'est pourquoi nous devons tout traduire en entiers.
L utilisation d'entiers : Un avantage marque de cette utilisation a trait a la perfor-
mance.8 L'utilisation exclusive d'entiers permet la surcharge d'informations de
8Nous avons deja mentionne a la section des heuristiques 2.2.5 que nous ralentissions artificiellement
les processeurs pour permettre une desynchronisation et pour permettre a 1'interface d'avoir Ie temps de
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controle aux valeurs affectees pour les difFerents ob jets, attributs et valeurs. Grace
a cette surimposition, il nous est possible de ne pas utiliser la partie donnee des
messages d'ALEX-Trollius. Les messages ne sont done formes que de la section
habituellement reservee au controle. Un message est done reconnu comme etant de
longueur nulle. Un tel message ne requiert aucune allocation dynamique d'espace
pour Ie processeur recepteur, ce qui ameliore la performance. Les valeurs de controle
surimposees aux valeurs reelles nous renseignent sur la semantique a associer a ces
dernieres.
Les chaines de caractere: Le prograrame ne perrnet aucune chaine de caractere
dans ses regles. Tout element d'une regle doit etre soit un identificateur, un mot
de ou un constante.
Types, controles et indices: ALEX utilise des entiers de 32 bits. Nous avons
decide d'utiliser les neuf derniers bits a des fins de controle. Le tableau 4 presente
les nombres de controle de type utilises par notre modele.
Le tableau 5 represente les valeurs minimales associees a chaque liste. A 1'etape
de lecture du fichier, chaque identificateur present dans Ie fichier des noms est
transforme et conserve sous forme d'entier a 1'aide de la formule suivante:
Entier representatif = Indice dans la liste + valeur minimal de la liste + constante de type
Pour illustrer Putilisation des ces differentes constantes et indices, prenons un ex-
trait de la figure 15
ATTRIBUT STATE LEVEL ALARM DANGER SAFE
INPUT OUTPUT BREAK MAX FIN-TABLEAU
consommer ces messages. Aussi pretendre que 1'utilisation d'entiers permet d'augmenter la performance
peut paraitre paradoxal. Neanmoins, nous avons tente d'optimiser nos processus la ou nous Ie pouvions.
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II s'agit de la liste des attributs dans Ie fichier des nonas. Considerons Ie cas du mot
DANGER, 11 est Ie quatrieme de la liste (on ne tient pas compte de 1 identificateur
de la liste en Poccurence du mot ATTRIBUT), done DANGER est a I'indice trois
(3). Le minimum pour la liste des attributs est 2000, selon Ie tableau 5, et a, cela
nous devons additionner la valeur de la constante ATTRIBUT (67108864). On
obtient alors la representation interne suivante:
DANGER = 3+2000+67108864 = 67110867
Une serie de fonctions de type constructeur et selecteur permettent d acceder rapi-
dement a la valeur voulue.
Limites des valeurs permises: Notre modele est limite par la memoire disponible
sur chaque processeur. Aussi nous etabllssons les limites suivantes pour les dif-
ferents aspects de nos programmes.
• Le nombre limite de routes par processeur est de 200.
• Le nombre maximum de faits par regle est de 200.
• II ne peut y avoir plus de 100 regles par processeur.
• Chaque regle ne peut avoir plus de 30 tuples.
• Aucun ident-ificateur ne peut exceder 60 cara.cteres.
• Aucune valeur ne peut exceder 2* 24 -1 ou etre inferieure a -2**24+1
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Domaine d'application
Au moyen de notre modele, Ie type de connaissances et les types de raisonnernent que
Ron peut representer sont les suivants.
Types de connaissances : La plupart des types de connaissances presentes a la
section 1.1.1 peuvent etre modelises avec notre modele. Toutefois certains concepts
pourraient s'averer plus difficiles que d autres a modeliser, notamment les concepts
incluant une notion de temps reel.
Types de raisonnements : Notre modele raisonne sur la base du monde dos, 11
part du principe que tout ce qu 11 connait constitue 1'univers. II n'est pas possible
presentement d'inferer de nouveaux faits bases sur des objets ou attributs non
presents dans Ie fichier des noms. II ne peut pas non plus inferer sur 1'inexistence





Dans ce chapitre, nous presentons deux exemples de problemes realises a 1'aide de notre
moteur d inference. L'un traite du controle d une pompe de drainage du contenu d'un
puits d une mine, 1 autre du deplacernent de quatres trains sur des votes ferrees. Les
annexes A et B presentent respectivement les fichiers de parametres et quelques images
du probleme de la mine. Les annexes C et D presentent les fichiers de parametres et
quelques images du probleme des trains.
3.1 Le drainage d?une mine
Le probleme de drainage d'une mine est un probleme dp controle. Trois objets doivent
interagir selon certaines regles element aires. La situation est la suivante : Une mine
possede un puits de drainage ou s'accumule toutes les infiltrations d'eau. Une pompe
vidange Ie puits de drainage. Un capteur detecte la presence de methane; deux autres
capteurs detectent Ie niveaux rniniraura et maximum d'eau.
La contrainte suivante doit etre respectee : la pompe deyra etre mise en marche si
et seulement si Ie niveau d'eau dans Ie puits de drainage Ie requiert et si la presence de
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methane est a un niveau acceptable. Pour une description complete du probleme, voir
[Bar94].
Les difFerents fichiers de parametres requis pour permettre 1'execution du probleme sont
presentes en annexe 1. La figure 15 montre les sept listes contenant les noms du prob-
leme. Le probleme est decrit a 1'aide de trois objets : la pompe, I'eau et Ie methane.
Les attributs STATE, BREAK ET OUTPUT sont associes a la pompe, les attributs
LEVEL, ALARM, DANGER, SAFE ET INPUT sont associes au methane et a
1'eau. La liste des fonctions predefinies est presentee a la liste FONCTION. Les vari-
ables requises par les regles sont enumerees dans la liste VARIABLE. Les constantes
et leurs valeurs associees (selon la methode cPassoci.ation definie a la section 2.2.1) sont
presentees dans les listes CONSTANTE et VAL-CONSTANTE. Finalement, la Uste
REGLE contient les noms de chacune des regles.
La figure 16 montre quelles sont les regles qu'utilise Ie responsable de la porape (pro-
cesseur Pl). Nous decrivons maintenant chacune des regles du processeur Pl.
La regle PUMP-ON : Cette regle permet d'activer la pompe si celle-ci est presen-
tement arretee, si elle n'est pas brisee, si Palarme d'eau est activee et s'il n'y a
pas d'alarme de methane. Le regle PUMP-ON est la seule regle qui controle
Pactivation de la pompe.
La regle PUMP-OFF : Ordonne 1'arret de la pompe si Palarme d'eau est activee.
La regle PUMP-OFF-2 : Arrete la pompe si Ie niveau de methane devient critique.
La regle PUMPING : Tant et aussi longtemps que la pompe sera activee, cette regle
enverra un message au proce.sseur responsable du niveau d'eau 1'invitant a reduire
ce niveau de la valeur correspondant au debit de larpompe.
La regle BREAKDOWN : Arrete la pompe des qu'il y a un bris d'equipement.
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Le processeur Pl gere done cinq regles : une pour activer la pompe, trois pour arreter
la pompe et une pour Ie pompage. La regle de pompage a une priorite P SO, ce qui
signifle qu elle sera activee si ses preconditions Ie permettent, mais aussi si aucune autre
regle n'est activable. Les regles PUMP-OFF et PUMP-OFF-2 ont toutes deux une
priorite statique PS 2. Flnalement, la regle BREAKDOWN est la regle la plus prior-
itaire statiquement avec PS4; elle sera done executee avant toute autre si sa condition
d'activation devient satisfaite.
La figure 19 presente les faits initiaux connus du processeur Pl. Comrae nous pouvons
Ie constater, les faits initiaux du processeur responsable de la pompe ne lui permettent
aucune inference. En consequence, Ie moteur d inference sera mis en attente de messages
modifiant sa base de faits et ainsi lui permettant d entrer dans un cycle d evaluation.
La figure 17 contient les trois regles qu'utilise Ie responsable de 1'eau (processeur P2).
Elaborons sur chacune de ces regles.
La regle INPUT-WATER : Cette regle augmente Ie niveau d'eau si aucune autre
regle n est activable.
La regle WATER-ALARM-ON : Comme son nom Pindique, elle active 1'alarme
d'eau si Ie seuil critique est atteint.
La regle WATER-ALARM-OFF : Inversement a la regle precedeiite, cette regle
desactive Palarme d'eau si Ie seuil securitaire est atteint.
La figure 20 presente les faits initiaux connus du processeur P2, responsable de 1'eau.
Sa base de faits initiaux est tres- simple : Ie niveau courant de Peau, Ie debit d'amvee
d eau et Petat de 1'alarme d'eau. Les valeurs des seuils securitaires et critiques sont des
constantes contenues dans Ie fichier des noms (figure 15). Les faits initiaux permettent
au moteur d'inferer la regle INPUT-WATER mais Ie fait WATER INPUT 0 limite
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son effet, car 11 ne permet aucune modification de la base de faits. Le moteur efFectue
selon son cycle 1'evaluation de cette regle jusqu'a ce qu'un message lui permette autre
chose.
La figure 18 contient les trois regles qu'utilise Ie responsable du methane (processeur
P3). Les regles regissant Ie methane sont les memes que celles gerant 1 eau ; seul les mots
utilises different.
La regle INPUT-1VEETHANE : Cette regle augmente Ie niveau de methane si aucune
autre regle n'est activable.
La regle METHANE-ALARM-ON : Active Palarme de methane si Ie seuil critique
est atteint.
La regle METHANE-ALARM-OFF : Desactive 1'alarme de methane si Ie seuil
securitaire est atteint.
La figure 21 presente les faits initiaux connus du processeur P3, Ie processeur responsable
du methane. Tout comme la base de faits relative a 1'eau, la base de faits initiale pour
Ie methane permet Pactivation d'une regle qui ne produit aucun changeraent dans la
base de faits. Le moteur d inference qui gere Ie methane est lui aussi en boucle continue
d'evaluation inutile.
Le fichier des routes est presente a la figure 22. Ce fichier est commun a tous les pro-
cesseurs sauf au processeur racine1. Le processeur racine porte Ie nom P 100 dans fig-
ure 22.
La figure 23 contient les informations du fichier des routes pour VAPS, ce fichier est
plus succint que Ie fichier de routage des autres processeurs, car 11 ne contien.t que les
lLe processeur racine est physiquement situe sur une carte dans Ie serveur SUN, c'est lui qui permet
Ie lien avec d autres applications que celles s'executant sur les processeurs de la machine ALEX.
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informations ayant trait a, 1'interface VAPS. Finalement, Ie fichier des faits initiaux de
VAPS est presente a la figure 24.
3.2 Les trains
Le probleme des trains est aussi un probleme de controle. Mats cette fois-ci 11 s agit de
quatre trains qui circulent sur de nornbreuses voies ferrees. Chaque voie est divisee en
sections. Des lumieres de circulation controlent Ie mouvement des trains. Un train ne
peut avancer que si la lumiere de la vote devant lui est verte. Lorsqu'un train ne peut
avancer sur une voie, il tente d'avancer sur une autre, Ie but etant de faire circuler tous
les trains simultanement sans collision.
3.2.1 Modelisation
Chaque train est modelise a 1'aide d'une lumiere a 32 etats. Chaque etat de la lumiere
represente Ie train sur un segment de la voie ferree. Les voies ferrees sont representees
a Paide de sections et certaines sections sont subdivisees en segments. A 1'extremite de
chaque section, on retrouve un lumiere rouge ou verte selon que la section est occupee
ou non par un train. Notre modele comprend quatre trains, un rouge, un bleu, un jaune
et un vert.
3.2.2 Gestion du modele
Chaque train circule conformement a son fichier de faits initiaux. Dans ce dernier, on




Ces faits indiquent I'ordre de deplacement du train entre les sections. Pour un autre
train, Ie fait :
Sl NEXTSECTOR S7
indique un chemin different de celui emprunte par Ie train precedent. Conceptuellement,
on peut penser qu'une section de voie ferree est composee de plusieurs segments et qu'elle
est delimitee par deux luraieres, mais a 1'interne 11 n'y a que des sections. C'est done
1'attribut NEXTSECTOR qui permet de gerer Ie sens de deplacement ainsi que les voies
utilisees. L'attribut NEXTSECTOR indique 1'ordre de deplacement des trains. Chaque
section (et non segment) de voie ferree est delimitee par deux lumieres. Si les lumieres
de sections sont au rouges, alors cela signifie que la section est occupee par train. Une
section ne peut etre occupee que par un seul train a la fois. Nous avons voulu rendre Ie
probleme plus complexe en forgant chaque train a verifier 1 et at des lumieres de sections
qu 11 desire occuper plutot que de regarder la position des trains sur les sections, ce qui
aurait ete plus simple. Le deroulement des inferences suit Palgorithme de la figure 14.
C est ainsi que chaque train peut se deplacer d un segment a un autre et d une section
a une autre sans entrer en collision avec un autre train. Notons que la regle qui gere les
deplacements d'un segment a un autre a une priorite statique supeneure a la regle de
deplacement inter-sections. Cette priorite statique assure des deplacements logique dans
Ie cas ou les deux regles sont instanciables.
Pour Pexemple du train nous n'avons pas construit d'interface permettant a 1'usager
d'intervemr directement. Si un usager desire arreter un train a un segment particulier, 11
doit intervenir au niveau du fichier des faits en coupant la continuite des deplacements.
L'annexe 3 presente les fichiers de parametres et Pannexe 4 illustre Ie probleme des trains
a differentes etapes de son execution.
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La section de voie ferree actuelle a-t-elle plusieurs segments?
Si oui
Le train est-il situe sur Ie dertiier segment de la section?
Si out
Quel est la prochaine section?
Les lumieres de la prochaine section sont-elles vertes?
Si oui
Mettre les lumieres de la prochaine section au rouge
Av.ancer Ie train au premier segment de la prochaine section




Avancer au prochain segment
Si non
Quel est la prochaine section?
Les lumieres de la prochaine section sont-elles vertes?
Si Oui
Mettre les lumieres de la prochaine section au rouge
Avancer Ie train au premier segment de la prochaine section
Mettre les lumieres de 1'ancienne section au vert
Si non
Attendre




Notre but etait de concevoir et developper un moteur d inference parallele pouvant re-
soudre un probleme parallelise sur un multiprocesseur. Ainsi, nous devious etablir un lien
de communication entre la machine parallele ALEX et Ie logiciel d'interface graphique
VAPS. Nous avons demontre par nos recherches et par les resultats presentes ici que nous
avons atteint nos objectifs. Effect ivement, un probleme parallelise peut etre reparti sur
difFerents processeurs agissant sur leur base de faits respective et communiquant entre
eux via des primitives de communication par messages. Nous avons aussi demontre que
la communication entre la machine parallele et Ie logiciel d interface graphique est non
seulement possible mais, qui plus est, bi-directionnelle. Nous crayons que plusieurs ap-
proches originales et non triviales furent mises de 1'avant dans ce projet. L'utilisation
exclusive d'entiers comme representation interne nous a permis de minimiser les. mes-
sages a -leur plus simple expression (la partie message proprement dite est de longueur
nulle). L'amalgame d'heuristiques utilisees dans notre raodele, nous permet d'assurer
une grande flexibilite dans la conception des regles tout en permettant a chaque pro-
cesseur d avoir event uellement sa chance de pouvoir executer ses regles. Les priorites
statiques combinees a un processus de vieillissement des regles instanciables assurent une
equite intra-processeur. L utilisation des fails les plus recents pour reinitialiser la boucle
d'evaluation des appariements couplee au parametre de desynchromsation assurent une
justice inter-processeurs. Rappelons aussi que 1 utilisation des fichiers de parametres
prouve la generalite du modele. Le fichier de routage permet m.eme de limiter Ie debit
des messages inter-processeurs au strict minimum, non seulement en avisant uniquement
lorsqu'il y a une modification des valeurs des relations objet-attribut mais aussi en per-
mettant de ne distribuer ces informations qu'aux processeurs concernes.
Recherches futures
Plusieurs avenues de recherches futures se sont presentees lors du developpement de notre
moteur d inference parallele. La premiere avenue de recherche que nous mentionnons n'a
pas trait a notre moteur comme tel, raais bien a la grande difficulte de developper ce
dernier en 1 absence d'un outil de deverminage pour la machine parallele. A de nom-
breuses reprises, nous nous sommes dits que developper un tel outil serait un projet de
recherche colossal raais stimulant.
Mais revenons a notre moteur d inference. Nous avons deja mentionne que lors de
revaluation d'une regle, 1'evaluation des consequents de cette regle est pergue comme
une operation atomique pour Ie processeur source, mais comme une suite de faits de-
taches pour Ie processeur destinataire. Ce morcellement peut en theorie permettre a un
processeur de recevoir une partie des consequents produits par 1'execution d'une regle
d'un autre processeur, effectuer son cycle d'evaluation et inferer une regle avant meme
d'avoir re^u Ie reste des consequents de la regle originale. Les implications associees a
ce comportement peuvent etre considerables. Des recherches sur ces implications et sur
leurs solutions meritent d'etre faites.
Des recherches futures pourraient aussi etre entreprises pour generaliser notre modele
au monde ouvert en lui permettant d'inferer sur P absencede faits.
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II serait aussi desirable de rechercher une solution au petit nombre de tampons disponibles
lors de la communication entre ALEX et VAPS via les ports TCP/IP. Ce sont ces tampons
(et la lenteur de VAPS) qui obligent notre modele a ralentir artiflcielleraent Ie deroulement
des inferences. Toutefois, augmenter Ie nombre de tampons pourrait soulever quantites
d'autres problemes non-triviaux. Prenons Ie scenario suivant. Un probleme est paral-
lelise sur plusieurs processeurs, et 1'utilisateur, via 1 interface graphique, peut intervenir
dans Ie deroulement du programme. S'11 y a n-1 messages non traites dans les tarapons,
1'utilisateur dispose d'une vne decalee dans Ie temps de la base de faits. II voit la base
telle qu'elle etait au stade n-1 inferences. S 11 decide d intervenir dans Ie deroulement du
programme, que se passe-t-il?
• Les faits sur lesquels 11 desire agir existent-ils encore presentement? Peut-etre.
• Son intervention devrait-elle etre ajoutee comme n-ieme message et traitee Ie mo-
ment venu si elle.est toujours valide? Et si c'est ce que nous faisons, 1'utilisateur
apres Ie deroulement des n-1 messages est-il toujours d accord avec son inter ven-
tion? Rien n est moins sur.
• L'intervention humaine devrait-elle avoir un imp.act reinitialisateur? Suite a une
intervention de 1 usager, notre programme devrait-il ramener ses bases dans Petat
ou elles etaient au moment de 1'inter vent ion? Cette approche serait lourde a gerer
et limiterait Ie domaine d application a un carcan theorique, car remonter dans Ie
temps releve de la fiction.
Ce probleme illustre une fois de plus que Ie domaine de la recherche est plus vaste
que Ie domaine du connu. C'est notre avis que malgre tous les efforts pour reproduire
artificiellement la pensee humaine, seules la curiosite et la perseverance nous perraettent
vraiment de reduire 1'ecart entre 1'lnconnu et Ie connu.
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Annexe A: Le drainage d'une mine:
les fichiers de parametres
Cette annexe presente tous les fichiers de parametres permettant de definir Ie probleme
du drainage d'un puits d'une mine. La figure 15 montre Ie contenu du fichier des noms
du probleme. Les listes des objets, des attributs, des fonctions, des constantes, des
valeurs de constantes et des regles y sont defmies. La figure 16 presente les cinq regles
du processeur Pl regissant la pompe. La figure 17 nous indique les trois regles regissant
Ie niveau d'eau et les alarmes de haut niveau et de bas niveau de Peau. Le processeur P3
s'occupe du methane a 1'aide des trois regles presentees a la figure 18. Notez la grande
similitude entre les regles regissant 1'eau et celles regissant Ie methane. Les figures 19,
20 et 21 presentent les fichiers de faits dps processeurs Pl, P2 et P3. Les figures 22
et 23 af&chent Ie contenu des fichiers de routage des processeurs et du programrne de
communication entre ALEX et VAPS. La figure 24 affiche Ie contenu du fichier des faits
pour VAPS, c'est-a-dire quel est l?'etat initial de Paffichage de 1'interface. Finalement,
les figures 25 et 26 nous indiquent les noms des divers canaux requis pour permettre la
communication bidlrectionnelle entre ALEX et VAPS.
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// Leg trois objets du probleme ;
OBJET PUMP WATER METHANE FIN-TABLBAU
//
ATTRIBUT STATE LEVEL ALARM DANGER SAFE INPUT
OUTPUT BREAK MAX FIN-TABLEAU
//
FONCTION Plus Minus Equal Smaller Greater Show Mult Min Max FIN-TABLBAU
//
VARIABLE Slevel Ssa.fe inewlevel ^danger Satate Sinput $newinput
Soutput Snull FIN-TABLEAU
//




VAL-CONSTANTB 2 1 40 440 500 5 40 440 500 5 FIN-TABLBAU
//










































REPLACE PUMP STATE OFF
FI






Plus Slevel Sinput Snewlevel
Min $newlevel WATBR-MAX Snewlevel
Max WATER-MIN $newlevel Snewlevel
THEN






Greater $level WATER-DANGBR Snull
THEN






Greater WATBR-SAFB Slevel $null
THEN
REPLACE WATER ALARM OFF
FI






Plus Slevel Sinput Snewlevel
Min $newlevel MBTHANB-MAX $newlevel
Max METHANE-MIN Snewlevel Snewlevel
THEN







Greater {level MBTHANE-DANGBR Snull
THEN






Smaller $level MBTHANE-SAFB Snull
THEN
REPLACE METHANE ALARM OFF
FI
Figure 18: Mine : fichier des regles du processeur P3
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// Ce processeur est responsable de la pompe




// Aucune arrive de methane et d'eau
METHANE INPUT 0
WATER INPUT 0
// Aucune alarme activee
WATER ALARM OFF
METHANE ALARM OFF
Figure 19: Mine :. fichier des faits du processeur Pl




Figure 20: Mine : fichier des faits du processeur P2

















PUMP STATE P 100
WATER LEVEL P 100
METHANE LEVEL P100







WATER LEVEL P 100
METHANE LEVEL PIOO


































Figure 26: Mine : fichier des canaux d'entree pour la mine
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Annexe B: Le drainage cPune mine:
les images de 1 interface
Les trois pages qui suivent presentent Ie probleme de la mine a differents stades d'execution.
Premiere image : Sur cette image, la pompe est arretee, on detecte la presence de
methane mais pas en quantite suffisante pour declancher 1'alarrne. L'eau monte
dans Ie putts au rythme de 65 litres par unite de temps. La concentration de
methane augmente de 22 ppm par unite de temps. Si la pompe etait activee, elle
debiterait de 30 litres par unite de temps.
Seconde image : Ici, rien ne va plus. L eau a. atteint son seuil critique, Palarme de
methane a ete activee et la porape est brisee.
Troisieme image: II n'y a que quelques traces de methane, la pompe est en marche







Annexe C: Le chemin de fer: les
fichiers de parametres
Cette annexe presente les fichiers de parametres du probleme des trains circulant sur des
voies ferrees. La figure 27 montre Ie contenu du fichier des noms du probleme. Les listes
des objets, des attributs, des fonctions, des constantes, des valeurs de constantes et des
regles y sont defmies. La figure 28 presente les deux regles controlant les rnouvements de
tous les trains. Tous les processeurs possedent Ie memefichier de regles. Les distinctions
se manifestent au niveaux des fichiers de faits (figures 29, 30, 31, 32, 33, 34, 35, 36
et 37). Outre Ie nom du train qui difFere d'un fichier de parametres a un autre, les
distinctions suivantes meritent d etre soulignees. Les trains ne connaissent pas toutes les
lumieres, certain trains, notamment Ie train Tl, connait plus de lumieres que Ie train
T2. Ceci s'explique par Ie fait que Pitineraire du train Tl est plus long que celui du
train T2. Notons aussi une autre difference entre les differents fichiers de faits. La
valeur de 1 dttribut NEXTSECTOR d'une meme section differe d'un train a 1'autre.
Le train T2 affiche Ie fait S4 NEXTSECTOR S5 tandis que Ie train T4 possede Ie fait
S4 NEXTSECTOR S26. II en est ainsi, car ces deux trains circulent en sens inverse
1 un par rapport a 1 autre. Les figures 38, 39, 40 et 41 composent Ie fichier de routage
des processeurs.
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OBJETS Tl T2 T3 T4 LI L2 L3 L4 L5 L6 L7 L8 L9 LIO Lll L12 L13 L14 L15
L16 L17 L18 L19 L20 L21 L22 L23 L24 L25 L26 L27 L28 31 S2 S3 S4 S5 S6
37 38 S9 SIO Sll 312 S13 S14 315 S16 S17 318 S19 S20 S21 S22 S23 S24
S25 S26 S27 328 S29 S30 S31 S32 NEXT TRAIN FIN-TABLBAU
// "T"n signifie TRAIN numero "n"
// "L"n signifie LUMIBRE numero "n"
// "S"n signifie SBCTBUR numero "n"
//
ATTRIBUTS POSITION SECTOR VALUE LIGHTA LIGHTS FIRST NBXTSECTOR NAME
STATE FIN-TABLBAU
//
FONCTIONS Plus Minus Equal Smaller Greater Show Mult Min Max FIN-TABLEAU
//
VARIABLES $currLightA $currLightB ^sector tnextsector Ssectorvalue Strain
$lightB SlightA FIN-TABLBAU
// .
CONSTANTBS GREEN RED FIN-TABLBAU
//
VAL-CONSTANTBS 2 1 FIN-TABLBAU
// • .
REGLBS TRAIN-SAMB-SBCTION TRAIN-CHANGB.SECTION FIN-TABLBAU
















REPLACE $train SECTOR sSnextsector














REPLACE SlightA STATE RED
REPLACE $lightB STATE RED
REPLACE Strain SECTOR Snextsector
REPLACE Strain POSITION ^sectorvalue
REPLACE $currLightA STATE GREEN
REPLACE $currLightB STATE GREEN
FI











































































































































Figure 31: Train : fichier des faits relatifs au train Tl (suite)
//










































Figure 32: Train : fichier des faits relatifs au train T2
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S13 LIGHTA L15






















S 13 VALUE 13
S14 VALUE 14
S15 VALUE 15
S 16 VALUE 16



















Figure 33: Train : fichier des faits relatifs au train T2 (suite)
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// Ce processeur est reaponsable du train T3
















L3 STATE GREEN •
// _—__.
S 18 LIGHTA L2
S18 LIGHTS L28


















S 13 LIGHTS L3































































































Figure 35: Train : fichier des faits relatifs au train T3 (suite)
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// Ce processeur est responaable du train T4







































































































































































































Figure 40: Train : fichier des routes pour ALEX (suite)
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LI STATE P100
L2 STATE P 100
L3 STATE P100
L4 STATE P 100
L5 STATE P 100
L6 STATE P 100
L7 STATE P 100
L8 STATE P 100






L 15 STATE P 100




L20 STATE P 100
L21 STATE P100
L22 STATE P 100
L23 STATE P 100
L24 STATE P 100
L25 STATE P 100
L26 STATE P 100
L27 STATE P 100













Figure 41: Train : fichier des routes pour ALEX (suite)
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Annexe D: Le chemin de fer: les
images de 1 interface
Les quatre pages qui suivent presentent Ie probleme de la mine a differents stades
d'execution.
Premiere image : Cette image represente 1 et at initial du probleme. Les trains bleu
(en bas a droite) et vert (au milieu) circulent dans Ie sens contraire des aiguilles
d une montre. Le train jaune et Ie train rouge circulent dans Ie sens des aiguilles
d une montre. Le train jaune est limite par son fichier de routage et ne peut circuler
que sur les deux cercles de la partie gauche du modele. Le train rouge effectue Ie
grand cercle.
Seconde image: Cette image nous montre 1'etat du modele apres quelques inferences.
Troisieme image : Cette image nous montre 1'etat du modele apres plusieurs in-
ferences.
Quatrieme image : Sur cette image, Ie train vert s'est mis a bouger. Le train jaune







Cette annexe presente la grammaire, sous forme Backus-Naur,-d.es-_differ-ents fichiers de
parametres. Tous les mots en lettres majuscules sent des mots-cles et aucune regle ne
peut les utiliser hors de leur contexte. Les noms des fonctions doivent etre rigoureusement
les memes.
<fichier_regles> := {<regle> I <commentaire>}*
<commentaire> := "// " {<id>}*








<antecedent> := -C<fait> | <fonction>}*
<consequent> := {<mutateur>_<fait> I <fonction>}*
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<mutateur> := "INSERT" I "DELETE" I "ADDTO" I "SUBFROM" I "REPLACE"
<fait> := <objet> <attribut> <valeur>
<fonction> := <function_name> <parametre_entree> <parametre_entree>
<parametre_sortie>
<nom_fonction> := "Plus" | "Minus" I "Mult" | "Greater" | "Smaller" I "Equal"
<parametre_entree> := <constante> I <variable>
<parametre_sortie> := <variable> I "$null"
<objet> := <id> | <variable>
<attribut> := <id> I <variable>




<fichier_fait> := <<instance>> | •C<commentaire>}*
<instance> := -C<i_objet> <i_attribut> <i_valeur>}*
<i_.objet> . := <id>
<i_attribut> := <id>
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<i_valeur> := <id> I <entier>
<fichier_routage> := {<i_objet> <i_attribute> <processor>} | •C<conunentaire>}>it
<processeur> := "Pl" | "P2" I "P3" | "P4" I "P5" | "P6" I "P7" I "P8" I
"P9" | "PiO" I "Pll" I "P12" I "P13" | "P14" I "P15" I "P16" | "P100"







<commentaire> := "// " {<id>>*
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