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第1章 序論
1.1 研究背景・目的
近年の無線通信の中でBluetooth通信はより省電力化・通信速度の向上がすすみ、Blue-
tooth接続を用いるイヤホンマイクも普及しつつある [1]。その一例として、現在も販売さ
れている iPhone8ではイヤホンジャックが廃止されている。
今後Bluetooth通信はますます普及していくと考えられるが、同時にセキュリティの問
題が生じる。現行のBluetooth通信では、ペアリングという認証鍵の入力によってデバイ
ス同士を接続する。しかし、イヤホンマイクやヘッドセットなど小さなデバイスではあら
かじめ認証鍵が固定されていて変更できないものが存在する。また変更できるものでも
Bluetooth v4.0以前はデバイス同士で交換された鍵は 7バイトととても短く、認証には回
数が制限されていない。そのため鍵が第三者に漏洩してしまう危険性がある [2]。その後
のバージョンでもセキュリティ機能はオプションであり、実装されていないものもある。
そこで省電力かつ小型の暗号化回路を用いることによって、より高度な暗号方式を採用し
たイヤホンマイクのBluetooth通信を検討する。
1.2 研究方法
本研究ではより高度な暗号方式を用いた Bluetooth通信について、最終目標を System
on chip(SoC）技術によって小型のマイコンを受信側の Bluetoothデバイス（ワイヤレス
イヤホンマイクなど）に搭載することとしつつ、研究段階として評価ボードによる実時間
暗号化の研究を目標とする。
暗号方式として 2001年に発表されたAdvanced Encryption Standard（Rijndael）（以下
AES）を用いる。またAESの中で送受信データと同じ鍵長の 128ビットを用いる [3]。
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第2章 Bluetooth通信の暗号化について
本章では、文献 [4][5][6]を参考にし現在用いられているBluetooth通信の暗号化方法に
ついて述べる。Bluetoothは 1999年にBluetooth SIGによって最初の仕様がリリースされ
た。その後 2009年に低エネルギー技術を備えた Bluetooth v4.0(Bluetooth Low energy）
が発表された [7]。
2.1 Bluetooth v4.0以前の暗号方法
Bluetooth ｖ 4.0以前は、Bluetooth Low energyに対して従来の規格として Bluetooth
BR/EDRと呼ばれている。Bluetooth BR/EDRにはモード 1からモード 4のセキュリティ
モードがあり、さらにモード 4の中には 5段階のセキュリティレベルが定義されている。
モード 1：non-secure
セキュリティ無しのモード。
モード 2：service level enforced security 　
接続にはセキュリティを要求せず、通信時に認証・暗号化を行うモード。
モード 3：Link level enforced security
接続時に認証・暗号化を行うモード。
モード 4：Service level enforced security
使用状況に応じて認証・暗号化を行うモード。
これらのセキュリティ確保にはペアリングと呼ばれる手順を踏むことで実現できる。
Bluetooth BR/EDRでペアリングはLMP(Link Management Protocol)という階層で実装
されている。これには Bluetooth v2.0以前の「PINモード」とそれ以降の「SSP(Simple
Secure Pairing)モード」があり、上記のモード 2と 3は PINモードに、モード 4は SSP
モードに対応している。
PINモードは最大 16桁の暗所番号を打ち込み認証する方法で決め打ち攻撃によって容
易に破られてしまう。
SSPモードはECDH(楕円曲線ディフィ・ヘルマン)アルゴリズムの公開鍵交換方式を用
い、また複数の認証方式に対応している。
Just works
認証無し。中間者攻撃に対するセキュリティは提供されない。
Passkey entry 　
表示されたパスキーを入力して認証する。
Numeric comparison
表示された認証コードが双方一致していることを確認して認証する。
Out Of Band(OOB)
USB、NFCなどBluetooth以外の通信手段を用いて認証する。
2
2.2 Bluetooth v4.0以降の暗号方法
Bluetooth v4.0以降は Bluetooth Low energyに対応していて、Bluetooth BR/EDRと
セキュリティの用語定義などが異なる。Bluetooth Low energyは 2つのセキュリティモー
ドとそれぞれにセキュリティレベルが定義されている。
LE Security Mode1:
Level1:
セキュリティ無しのモード。
Level2: 　
認証がなく、暗号ありのモード。
Level3:
認証があり、暗号ありのモード。
Level4:
LE Secure Connections pairingを用いた認証があり、暗号ありのモード。
LE Security Mode2:
Level1:
認証がなく、データ署名があるモード。
Level2: 　
認証があり、データ署名があるモード
これらのセキュリティ確保は Bluetooth BR/EDRと同じようにペアリングと呼ばれ
る手順を踏むことで実現できる。Bluetooth Low energyではペアリングは SM(Security
Manager)という階層で実装されている。
Bluetooth BR/EDRと同様これらは複数の認証方式に対応している。
Just works
認証無し。中間者攻撃に対するセキュリティは提供されない。
Passkey entry 　
表示された 6桁のパスキーを入力して認証する。場合によっては双方で同じパスキー
を入力して認証する。
Out Of Band(OOB)
USB、NFCなどBluetooth以外の通信手段を用いて認証する。
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第3章 AES-128について
本章では文献 [3]を参考にし研究で用いるAES-128について説明する。AESは、Data
Encryption Standard(以下DES)に代わる新しい共通鍵暗号アルゴリズムとして、アメリ
カ国立標準技術研究所の主導により公募され、Rijndael（ラインダール）が AESとして
採用された。
3.1 暗号化 Cipher
暗号化では SubBytes、ShiftRows、MixColumns、AddRoundkeyを繰り返し処理する。
繰り返し回数は、AES-128は 10回である。
Cipherのフローチャートは図 3.1のようになる。
図 3.1: 暗号化Cipherのフローチャート
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3.1.1 SubBytes
SubBytes変換では、入力された 128ビットに対して 8ビットずつ表 3.1の置換表を用い
て置換する処理である。(図 3.2)
図 3.2: SubBytes
表 3.1: S-Boxの入力に対する置換表
0 1 2 3 4 5 6 7 8 9 a b c d e f
0 63 7c 77 7b f2 6b 6f c5 30 01 67 2b fe d7 ab 76
1 ca 82 c9 7d fa 59 47 f0 ad d4 a2 af 9c a4 72 c0
2 b7 fd 93 26 36 3f f7 cc 34 a5 e5 f1 71 d8 31 15
3 04 c7 23 c3 18 96 05 9a 07 12 80 e2 eb 27 b2 75
4 09 83 2c 1a 1b 6e 5a a0 52 3b d6 b3 29 e3 2f 84
5 53 d1 00 ed 20 fc b1 5b 6a cb be 39 4a 4c 58 cf
6 d0 ef aa fb 43 4d 33 85 45 f9 02 7f 50 3c 9f a8
7 51 a3 40 8f 92 9d 38 f5 bc b6 da 21 10 ff f3 d2
8 cd 0c 13 ec 5f 97 44 17 c4 a7 7e 3d 64 5d 19 73
9 60 81 4f dc 22 2a 90 88 46 ee b8 14 de 5e 0b db
a e0 32 3a 0a 49 06 24 5c c2 d3 ac 62 91 95 e4 79
b e7 c8 37 6d 8d d5 4e a9 6c 56 f4 ea 65 7a ae 08
c ba 78 25 2e 1c a6 b4 c6 e8 dd 74 1f 4b bd 8b 8a
d 70 3e b5 66 48 03 f6 0e 61 35 57 b9 86 c1 1d 9e
e e1 f8 98 11 69 d9 8e 94 9b 1e 87 e9 ce 55 28 df
f 8c a1 89 0d bf e6 42 68 41 99 2d 0f b0 54 bb 16
5
この置換表はガロア拡大体 (GF28)の逆数計算とアフィン変換によって求めることが出
来る。GF28のガロア体の要素 xには、
x2
8 − 1 = x255 = 1 (3.1.1)
となるため、逆数計算は
x−1 = x−1 · x255 = x254 (3.1.2)
を計算すればいいことが分かる。
アフィン変換は、入力 aに対して以下の行列変換を適用する。
b7
b6
b5
b4
b3
b2
b1
b0

=

1 1 1 1 1 0 0 0
0 1 1 1 1 1 0 0
0 0 1 1 1 1 1 0
0 0 0 1 1 1 1 1
1 0 0 0 1 1 1 1
1 1 0 0 0 1 1 1
1 1 1 0 0 0 1 1
1 1 1 1 0 0 0 1

×

a7
a6
a5
a4
a3
a2
a1
a0

⊕

0
1
1
0
0
0
1
1

(3.1.3)
3.1.2 ShiftRows
ShiftRows変換では、入力された 128ビットに対して各行に対応する数だけ列を入れ換
える処理である。(図 3.3) 1行目は入れ替えがなく、2行目は 1回、3行目は 2回の入れ替
えがある。
図 3.3: ShiftRows
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3.1.3 MixColumns
MixColumns変換では、入力に対して行毎に剰余計算を行う処理である。(図 3.4)
この剰余計算は以下のように表される。

S ′0,c
S ′1,c
S ′2,c
S ′3,c
 =

02 03 01 01
01 02 03 01
01 01 02 03
03 01 01 02


S0,c
S1,c
S2,c
S3,c
 (3.1.4)
図 3.4: MixColumns
3.1.4 AddRoundkey
AddRoundkey変換では、入力された 128ビットに対してKeyExpansionで生成した拡
大鍵との排他的論理和をとる処理である。(図 3.5)
図 3.5: AddRoundkey
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3.2 KeyExpansion
KeyExpansionでは入力された 128bitの鍵からRoundKeyを生成する。n列目のRound-
Keyを生成する処理は図 3.6のようになっている。
nが 8の倍数の時は、n− 1列目を S-boxによって置換し順番を入れ換えたものと n− 8
列目の排他的論理和をとり、1行目は更にRcon[10]の中からRoundに対応するものと排
他的論理和をとる。
nが 4の倍数の時は、n − 1列目を S-boxによって置換し n − 8列目の排他的論理和を
とる。
それ以外の時は n− 1列目と n− 8列目の排他的論理和をとる。
以上の操作によって、RoundKeyを生成する。
図 3.6: KeyExpansion
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3.3 復号化　 InvertCipher
復号化では InvShiftRows、InvSubBytes、AddRoundkey、InvMixColumnsを繰り返し
処理する。繰り返し回数は、AES-128は 10回である。
InvertCipherのフローチャートは図 3.7のようになる。
図 3.7: 復号化 InvertCipherのフローチャート
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3.3.1 InvSubBytes
InvSubBytes変換では、入力された 128ビットに対して 8ビットずつ表 3.2の置換表を
用いて置換する処理である。(図 3.8)
図 3.8: InvSubBytes
表 3.2: Inv S-Boxの入力に対する置換表
0 1 2 3 4 5 6 7 8 9 a b c d e f
0 52 09 6a d5 30 36 a5 38 bf 40 a3 9e 81 f3 d7 fb
1 7c e3 39 82 9b 2f ff 87 34 8e 43 44 c4 de e9 cb
2 54 7b 94 32 a6 c2 23 3d ee 4c 95 0b 42 fa c3 4e
3 08 2e a1 66 28 d9 24 b2 76 5b a2 49 6d 8b d1 25
4 72 f8 f6 64 86 68 98 16 d4 a4 5c cc 5d 65 b6 92
5 6c 70 48 50 fd ed b9 da 5e 15 46 57 a7 8d 9d 84
6 90 d8 ab 00 8c bc d3 0a f7 e4 58 05 b8 b3 45 06
7 d0 2c 1e 8f ca 3f 0f 02 c1 af bd 03 01 13 8a 6b
8 3a 91 11 41 4f 67 dc ea 97 f2 cf ce f0 b4 e6 73
9 96 ac 74 22 e7 ad 35 85 e2 f9 37 e8 1c 75 df 6e
a 47 f1 1a 71 1d 29 c5 89 6f b7 62 0e aa 18 be 1b
b fc 56 3e 4b c6 d2 79 20 9a db c0 fe 78 cd 5a f4
c 1f dd a8 33 88 07 c7 31 b1 12 10 59 27 80 ec 5f
d 60 51 7f a9 19 b5 4a 0d 2d e5 7a 9f 93 c9 9c ef
e a0 e0 3b 4d ae 2a f5 b0 c8 eb bb 3c 83 53 99 61
f 17 2b 04 7e ba 77 d6 26 e1 69 14 63 55 21 0c 7d
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この置換表は逆アフィン変換とガロア拡大体 (GF28)の逆数計算によって求めることが
出来る。逆アフィン変換は、入力 aに対して以下の行列変換を適用する。
a7
a6
a5
a4
a3
a2
a1
a0

=

0 1 0 1 0 0 1 0
0 0 1 0 1 0 0 1
1 0 0 1 0 1 0 0
0 1 0 0 1 0 1 0
0 0 1 0 0 1 0 1
1 0 0 1 0 0 1 0
0 1 0 0 1 0 0 1
1 0 1 0 0 1 0 0

×

b7
b6
b5
b4
b3
b2
b1
b0

⊕

0
0
0
0
0
1
0
1

(3.3.1)
3.3.2 InvShiftRows
InvShiftRows変換では、入力された 128ビットに対して各行に対応する数だけ列を入
れ換える処理である。(図 3.9) 1行目は入れ替えがなく、2行目は 1回、3行目は 2回の入
れ替えがある。
図 3.9: InvShiftRows
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3.3.3 InvMixColumns
InvMixColumns変換では、入力に対して行毎に剰余計算を行う処理である。(図 3.10)
この剰余計算は以下のように表される。

S ′0,c
S ′1,c
S ′2,c
S ′3,c
 =

0e 0b 0d 09
09 0e 0b 0d
0d 09 0e 0b
0b 0d 09 0e


S0,c
S1,c
S2,c
S3,c
 (3.3.2)
図 3.10: InvMixColumns
3.3.4 AddRoundkey
AddRoundkey変換では、入力された 128ビットに対してKeyExpansionで生成した拡
大鍵との排他的論理和をとる処理である。(図 3.11)
図 3.11: AddRoundkey
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第4章 キュービックコンボリューション
本章では、今回実装した補間方法について述べる。
4.1 問題点
Bluetoothモジュールを利用して音声通信を行うにあたって、Bluetooth通信の通信速
度の上限があるためサンプリング周波数を上げることが出来なかった。
そこでデータ間の電圧値を計算し、補間することを考えた。
4.2 実装したアルゴリズム
今回、キュービックコンボリューションと呼ばれる補間方法を実装した。
この補間方法は以下の数式で示されるカーネル h(t)を用いて畳み込み積分を行うもの
である。ここで aは補間関数の性質を決定する変数である。
h(t) =

(a+ 2)|t|3 − (a+ 3)|t|2 + 1 (0 ≤ |t| < 1)
a|t|3 − 5a|t|2 + 8a|t| − 4a (1 ≤ |t| < 2)
0 (2 ≤ |t|
(4.2.1)
aを変更した時のカーネル h(t)は図 4.1、図 4.2、図 4.3のようになっている。これらの
カーネルは sinc関数のカーネル (図 4.4)と比較して有限長のため計算量を減らすことがで
きる。
図 4.1: h(t) a=-0.5 図 4.2: h(t) a=-1.0
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図 4.3: h(t) a=-2.0 図 4.4: sinc(t)
4.3 実験結果
補間の効果を確かめるためにBluetooth通信で一回送信するデータに対して実行した結
果を示す。
図 4.5は補間アルゴリズムに入力するサンプル波形である。点がサンプル点で実線は
Excelによる自動補間である。
図 4.5: 入力波形 図 4.6: a=-0.5の時
図 4.7: a=-1.0の時 図 4.8: a=-2.0の時
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第5章 提案手法
本章では、提案手法及び機器構成について述べる
5.1 提案手法
まず現在のBluetooth通信について簡単なダイアグラムを示す (図 5.1)。
送信側について、音声をA/D変換した後 Bluetooth送信モジュールにそのデータが送
られ無線で通信される。そして受信側では、Bluetooth受信モジュールで受け取ったデー
タがD/A変換によって再び音声として取り出せる。
図 5.1: 現在のBluetooth通信のダイアグラム
提案手法では、A/D変換または D/A変換と Bluetoothモジュールの間で暗号化/復号
化処理を行う (図 5.2)。本研究では暗号化/復号化処理を後述するマイコンでAES-128の
処理を行う。
図 5.2: 提案する手法のダイアグラム
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5.2 機器構成
5.1で提案した手法について具体的な機器構成を示す (図 5.3)。送信側と受信側として
Silicon Labs社製 EFR32BG13とその評価ボード (図 5.4)を用いた。また暗号化の後のＡ
Ｄ変換については旭化成社製のAK4954Aを用いた。
図 5.3: 実際の機器構成
図 5.4: EFR32BG13と評価ボード
この評価ボードはEFR32BG13マイコンのほかに、プッシュスイッチやDIPスイッチ、
LED、USBポートをそなえており [8]USB-シリアル変換のチップを介して簡単にPCとの
UART通信を行うことができる。
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5.2.1 EFR32BG13について
EFR32BG13マイコン (図5.5)はBluetooth Low energyに対応し、40 MHz ARM Cortex-
M4が含まれていて計算を高速化するためにDSPの命令セットと浮動小数点ユニットも
ある。またアンテナ接続に必要な回路素子を内蔵しておりアンテナ接続のための回路設計
が容易である。
図 5.5: RL78/G1D
以下の図 5.6に EFR32BG13内部のダイアグラムを示す
図 5.6: EFR32BG13のダイアグラム [9]
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5.2.2 AK4954Aについて
旭化成AK4954のドーターボードは図 5.7は、ヘッドフォンアンプやマイクアンプなど
を内蔵した低消費電力の 32bitステレオCODECである。出力にヘッドフォンアンプ回路
を内蔵していて負電源発生回路によって出力のDCカットコンデンサが不要になる。また
電源電圧も 3.3Vに対応している。[10]
図 5.7: AK4954
以下の図 5.8にAK4954内部のダイアグラムを示す
図 5.8: AK4954のダイアグラム [10]
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第6章 実装
本章では実装を行った際の手順について述べる。
6.1 32ビットCPUへの実装
AES-128をBluetoothモジュールの前後で暗号/復号システムとして使うに際して、EFR32BG13
マイコンのマニュアル [11]と各種ペリフェラルのサンプル [12]を参考にした。
6.1.1 実装した関数群
(1)AudioSetup
void AudioSetup(void)
各種ペリフェラルの初期化処理を行う関数。
それぞれの初期化サブルーチンを呼び出す。
引数
- -
返り値
　 - -
(2)AudioInit
void AudioInit(void)
各変数に初期化処理を行う関数。
引数
- -
返り値
　 - -
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(3)AudioEnable
void AudioEnable(bool enable)
各種ペリフェラルのON/OFF処理を行う関数。
引数
enable EnebleまたはDisableを指定する変数
返り値
　 - -
(4)AudioReceive
void AudioReceive(uint8 t EVEN, struct gecko cmd packet* evt)
Audio信号の受信処理を行う関数。
信号を受信したときに呼び出され FIFOにデータを保持する
引数
EVEN 更新する FIFOを区別する為の値
evt 受信処理を施すイベントの先頭のアドレス
返り値
　 - -
(5)AudioSend
void AudioSend(uint8 t EVEN, struct gecko cmd packet* evt ,
uint8 conn handle, uint8 char handle)
Audio信号の送信処理を行う関数。
決まった時間毎にデータをBluetooth通信で送信する。
引数
EVEN 更新する FIFOを区別する為の値
evt 送信処理を施すイベントの先頭のアドレス
conn handle Bluetooth通信の識別用の値
char handle Bluetooth通信の識別用の値
返り値
　 - -
(6)AESSetup
void AESSetup(void)
AESのハードウェアエンコード初期化処理を行う関数。
引数
- -
返り値
　 - -
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(7)gpioSetup
void gpioSetup(void)
GPIOおよび関連クロックの初期化処理を行う関数。
引数
- -　
返り値
　 - -
(8)timerSetup
void timerSetup(void)
タイマ－および関連クロックの初期化処理を行う関数。
タイマ－でBluetooth通信を行うタイミングを制御している。
引数
- -
返り値
　 - -
(9)adcSetup
void adcSetup(void)
A/Dコンバータおよび関連クロックの初期化処理を行う関数。
引数
- -
返り値
　 - -
(10)ldmaSetup
void ldmaSetup(void)
Linked Direct memory Access(LDMA)
および関連クロックの初期化処理を行う関数。
引数
- -
返り値
　 - -
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(11)ldma adcinit
void ldma adcinit(void)
ADCとメモリ間用の LDMAの各種設定を行う関数。
設定後自動的に LDMAが動く。
引数
- -　
返り値
- -
(12)I2Ssetup
void I2Ssetup(void)
マイコンとCodecICの間のAudio用 I2S通信の各種設定を行う関数。
設定後通信を始める。
引数
- -　
返り値
- -
(13)I2Csetup
void I2Csetup(void)
マイコンとCodecICの間のコマンド用 I2C通信の各種設定を行う関数。
設定後通信を始める。
引数
- -　
返り値
- -
(14)ldma i2sinit
void ldma i2sinit(void)
I2S用の LDMAの各種設定を行う関数。
設定後通信を始める。
引数
- -　
返り値
- -
22
(15)AK4954setup
I2C TransferReturn TypeDef AK4954setup(void)
CodecIC(AK4954)の各種設定を行う関数。
コマンド送信用関数を利用する。
引数
- -　
返り値
ret 書き込みが正常にできたかの変数
(16)I2C cmdwrite
I2C TransferReturn TypeDef I2C cmdwrite(uint8 t address,uint8 t cmd)
CodecICにコマンドを送信する関数。
送信用のサブルーチンを呼び出し、割り込みの処理をする。
引数
address コマンド書き込む IC内のアドレス値
cmd 書き込むコマンドの値　
返り値
ret 書き込みが正常にできたかの変数
(17)performI2CTransfer
I2C TransferReturn TypeDef performI2CTransfer(uint8 t * cmd,　　　
size t cmdLen,uint8 t * data, size t dataLen)
I2C送信用の関数。
引数
cmd コマンドを書き込むアドレス値
cmdLen 　書き込むアドレス値の長さ
data 書き込むデータの値
dataLen 書き込むデータの長さ　
返り値
ret 書き込みが正常にできたかの変数
(18)calcu cc
uint8 t calcu cc(uint16 t outbuf[ ])
Cubic Convolutionの計算を行う関数。
グローバル変数に計算用のバッファーがある。
引数
outbuf 計算結果を書き込む領域の先頭のアドレス
返り値
ret 書き込みが正常にできたかの変数
23
(19)conv cubic
uint8 t conv cubic(uint16 t data[ ],uint16 t x)
Cubic Convolutionの計算を行うサブルーチン。
引数
data 計算結果を書き込む領域の先頭のアドレス
x 何番目のデータを補間するかの値
返り値
0 正常終了
(20)h t
float h t(int32 t INt)
Cubic Convolutionの h(t)を計算するサブルーチン。
引数
INt 何番目のデータを補間するかの値
返り値
ret h(t)の値
(21)LDMA IRQHandler
void LDMA IRQHandler(void)
LDMAの割り込み処理用のハンドラー。
main処理にBluetooth通信のリクエストを送る。
引数
- -
返り値
- -
(22)I2C0 IRQHandler
void I2C0 IRQHandler(void)
I2Cの割り込み処理用のハンドラー。
main処理に I2Cの受信処理のリクエストを送る。
引数
- -
返り値
- -
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6.1.2 アプリケーションについて
各プログラムは、図 6.1のように状態遷移していく中で実行されていく。
最初にボードや通信部分などのハードウェアの初期化を行う。ここではボードの初期設
定の後各種 setup関数を実行し送受信に必要なペリフェラルの設定を行う。その後に送信
側の serverと受信側の clientのモード選択を行う。
次に各モードについてADCと外部 IC用の I2Cおよび I2S、そしてそれぞれのDMA(ダ
イレクトメモリアクセス)の初期化を行う。外部 ICの初期設定が終わり次第Bluetooth通
信のスキャニングとアドバタイジングを行う。
ペアリングが完了したのちDMAの割り込みを許可し、外部 ICの初期セットアップを
行い音声通信を開始する。DMAの割り込みはサンプリング周波数によって決定されてい
て割り込みイベントが発生した時にBluetoothを用いて送信を行い、受信側ではいったん
バッファに保存した後に外部 ICで再生する。
図 6.1: アプリケーションの状態遷移
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6.2 音声の送受信
6.2.1 サイン波の送受信
音声の送受信の前段階として、最も簡単な信号としてサイン波を生成し送受信を行っ
た。表 6.1に実際に音声の送受信を行った環境をまとめる。
表 6.1: 音声送受信環境
送信デバイス EFR32BG13 / SLWSTK6020B
受信デバイス EFR32BG13 / SLWSTK6020B
波形生成ボード EE board (Signal generator/Osilloscope)
ソフトウェア WaveForms 2015 v3.6.8
測定環境は、図 6.2のようになっている。
図 6.2: 測定環境
入力鍵は、以下の通りとした。
入力鍵： 0x0001020304050607 08090a0b0c0d0e0f
信号を暗号化した後、正常に復号した時 (図 6.3)と復号をしなかった時 (図 6.4)を比較
すると以下のようになった。
図 6.3: f = 20Hzの波形 (緑:入力 青:出力)
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図 6.4: f = 20Hzの波形 復号なし (緑:入力 青:出力)
またその他の周波数については図 6.5から図 6.8のようになった。
図 6.5: f = 500Hzの波形 (緑:入力 青:出力)
図 6.6: f = 500Hzの波形 復号なし (緑:入力 青:出力)
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図 6.7: f = 2kHzの波形 (緑:入力 青:出力)
図 6.8: f = 2kHzの波形 復号なし (緑:入力 青:出力)
次に第 4章で述べたキュービックコンボリューションを用いて補間をした時の波形は以
下のようになった。
図 6.9: f = 20Hzの波形 (緑:入力 青:出力)
28
図 6.10: f = 20Hzの波形 復号なし (緑:入力 青:出力)
図 6.11: f = 500Hzの波形 (緑:入力 青:出力)
図 6.12: f = 500Hzの波形 復号なし (緑:入力 青:出力)
図 6.13: f = 2kHzの波形 (緑:入力 青:出力)
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図 6.14: f = 2kHzの波形 復号なし (緑:入力 青:出力)
補間を行った後、外部 ICを使用して出力した波形は以下のようになった。
図 6.15: f = 20Hzの波形 (緑:入力 赤:出力)
図 6.16: f = 20Hzの波形 復号なし (緑:入力 赤:出力)
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図 6.17: f = 500Hzの波形 (緑:入力 赤:出力)
図 6.18: f = 500Hzの波形 復号なし (緑:入力 赤:出力)
図 6.19: f = 2kHzの波形 (緑:入力 赤:出力)
図 6.20: f = 2kHzの波形 復号なし (緑:入力 赤:出力)
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6.2.2 声の送受信
簡単な音声信号として声の生成し送受信を行った。表 6.2に実際に音声の送受信を行った
環境をまとめる。なおサンプル音声として話速バリエーション型音声データベース (SRV-
DB)[13]を利用した。
表 6.2: 音声送受信環境
再生デバイス iPhone8
録音デバイス UR44(Steinberg社)
送信デバイス EFR32BG13 / SLWSTK6020B
受信デバイス EFR32BG13 / SLWSTK6020B
バイアスDC生成ボード EE board (DC generator
入力鍵は、以下の通りとした。
入力鍵： 0x0001020304050607 08090a0b0c0d0e0f
送信結果は以下のようになった。
図 6.21: テスト音声 (原音)
図 6.22: テスト音声 (送受信のみ)
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図 6.23: テスト音声 (補間あり)
図 6.24: テスト音声 (外部 IC使用)
6.2.3 音楽の送受信
簡単な音声信号として声の生成し送受信を行った。表 6.3に実際に音声の送受信を行っ
た環境をまとめる。なおサンプル音声 [14]を利用した。
表 6.3: 音声送受信環境
再生デバイス iPhone8
録音デバイス UR44(Steinberg社)
送信デバイス EFR32BG13 / SLWSTK6020B
受信デバイス EFR32BG13 / SLWSTK6020B
バイアスDC生成ボード EE board (DC generator
入力鍵は、以下の通りとした。
入力鍵： 0x0001020304050607 08090a0b0c0d0e0f
送信結果は以下のようになった。
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図 6.25: テスト音声 (原音)
図 6.26: テスト音声 (送受信のみ)
図 6.27: テスト音声 (補間あり)
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図 6.28: テスト音声 (外部 IC使用)
6.2.4 消費電力の比較
消費電力については図 6.29のように IDE付属の測定ツールを利用して測定した。
図 6.29: 消費電力測定画面
図 6.30: 赤枠の拡大
表 6.4: 消費電力の比較
暗号アルゴリズム クロック周波数 [MHz] 遅延 [ms] 消費電力 [mW]
本研究 AES-128 40 26 28.5
[15] PRESENT+GRP 80 65.6 2.008(MAX)
[16] AES-128 - 0.02 ×10−3 450.883(MAX) [17]
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第7章 結論
7.1 結論
本研究では、従来のBluetooth通信の暗号方式に加え別の暗号アルゴリズムをMCUに
実装することで、低消費電力・小型モジュールのBluetooth通信を実時間上でよりセキュ
アに行うことを目標として実装を行った。
音声通信について、一方的な送受信だが連続した音声信号を暗号化して送信し、復号化
することができた。また、Bluetooth Low energyを用いることで低消費電力で実装する
ことが可能になった。文献 [6]では、認証に用いる鍵を長くすることで安全に通信を確立
しているが、本研究では認証ではなく、送受信するデータを暗号化することでより安全な
Bluetooth通信ができるようになったと言える。またデータ量を増やすことなく補間アル
ゴリズムを用いることで音質劣化をある程度防ぐことができた。
7.2 今後の展望
今後の展望として、ノイズの低減と双方向通信の実装があげられる。
外部 ICを利用した際も電源ノイズやBluetooth通信の送受信に伴うノイズが大きく影
響してしまった。これらについてはプリント基板などを用いた専用設計とすることでノイ
ズを軽減することができると考える。
また双方向通信については現在のイヤホンマイクのように、マイクを使用している間は
音質を落とす等の処理を行うことで同じ通信速度でも実装が可能だと考える。
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付 録A 実装したソースファイル
A.1 各種関数群のソースファイル
1 /*
2 * my_audio_trx.c
3 * Created on: 2018/11/14 Author: takahasi
4 */
5
6 #include "my_audio_trx.h"
7
8 typedef enum enm {
9 c l i e n t ,
10 s e r v e r
11 } ServerMode ;
12
13 extern ServerMode Appmode ;
14
15 /******* Prototypes for ADC/VDAC ********************/
16 u i n t 8 t tx1 8 [AUDIO BUF SIZE ] ;
17 u i n t 8 t tx2 8 [AUDIO BUF SIZE ] ;
18
19 u in t 16 t rx1 cc [ CUBIC BUF SIZE ] ;
20 u in t 16 t rx2 cc [ CUBIC BUF SIZE ] ;
21
22 u i n t 8 t adc count = 0 ;
23 u i n t 8 t vdac count = 0 ;
24 /******* Prototypes for ADC ********************/
25
26 /******* Prototypes for LDMA ********************/
27 /* Descriptor linked list for LDMA transfer */
28 LDMA Descriptor t desc adc [ LIST ADC SIZE ] ;
29 LDMA Descriptor t desc vdac [ LIST VDAC SIZE ] ;
30
31 LDMA Descriptor t d e s c i 2 s L e f t [ LIST I2S LEFT SIZE ] ;
32 LDMA Descriptor t d e s c i 2 s R i gh t [ LIST I2S RIGHT SIZE ] ;
33 /******* Prototypes for LDMA ********************/
34
35 /******* Prototypes for I2C/I2S ********************/
36 // Buffers++
37 u i n t 8 t i 2 c r xBu f f e r [ I2C RXBUFFER SIZE ] ;
38 u i n t 8 t i 2 c rxBu f f e r I ndex ;
39
40 // Transmission flags
41 volat i le bool i 2 c r x I nP rog r e s s ;
41
42 volat i le bool i 2 c s t a r tTx ;
43 /******* Prototypes for I2C/I2S ********************/
44
45 /******* Prototypes for AES-128 ********************/
46 stat ic CRYPTO KeyBuf TypeDef AppSecurityKeyDecrypt ;
47 u i n t 8 t keys [ ]= {0x00 , 0 x01 , 0 x02 , 0 x03 , 0 x04 , 0 x05 , 0 x06 , 0 x07 ,
48 0x08 , 0 x09 , 0 x0a , 0 x0b , 0 x0c , 0 x0d , 0 x0e , 0 x0f } ;
49 /******* Prototypes for AES-128 ********************/
50
51 /******* Prototypes for FIFO ********************/
52 u i n t 8 t RING[RINGSIZE ] ;
53 u in t 32 t Rp = 0 ;
54 u in t 32 t Wp = 0 ;
55 /******* Prototypes for FIFO ********************/
56
57
58 void datadump(char c [ ] , void ∗dt , int l en ) {
59 int i ;
60 unsigned char ∗ cdt = (unsigned char ∗) dt ;
61 p r i n t f ("%s" , c ) ;
62 for ( i =0; i<l en ∗4 ; i++){
63 p r i n t f ("%02x" , cdt [ i ] ) ;
64 }
65 p r i n t f ("\n" ) ;
66 }
67
68 void AudioSetup (void ) {
69 /* Switch HFCLK to HFXO and disable HFRCO */
70 CMU ClockSelectSet ( cmuClock HF , cmuSelect HFXO) ;
71 CMU Oscil latorEnable (cmuOsc HFRCO, f a l s e , f a l s e ) ;
72
73 /* Enable atomic read-clear operation on reading IFC register */
74 MSC−>CTRL |= MSC CTRL IFCREADCLEAR;
75
76 gpioSetup ( ) ; // Initialize GPIO
77 t imerSetup ( ) ; // Initialize TIMER for PRS
78 adcSetup ( ) ; // Initialize ADC
79 vdacSetup ( ) ; // Initialize VDAC
80 ldmaSetup ( ) ; // Initialize LDMA
81 AESSetup ( ) ; // Initialize AES-128
82 BSP LedsInit ( ) ; // Initialize LED driver
83 I2Csetup ( ) ; // Initialize I2C for IC
84 UDELAY Calibrate ( ) ; // Initialize delay driver
85 I2Ssetup ( ) ; // Initialize I2S for IC
86 }
87
88 void AudioIn i t (void ) {
89 u in t 32 t i ;
90
91 for ( i =0; i<AUDIO BUF SIZE ; i++){
92 tx1 8 [ i ] = ADCDUMMYVALUE;
93 tx2 8 [ i ] = ADCDUMMYVALUE;
94 }
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95
96 for ( i =0; i<CUBIC BUF SIZE ; i++){
97 rx1 cc [ i ] = VDACDUMMYVALUE;
98 rx2 cc [ i ] = VDACDUMMYVALUE;
99 }
100 }
101
102 void AudioEnable ( bool enable ) {
103 i f ( enable ) {
104 AK4954setup ( ) ;
105 TIMER Enable (TIMER0, t rue ) ;
106 TIMER Enable (TIMER1, t rue ) ;
107 } else {
108 TIMER Enable (TIMER0, f a l s e ) ;
109 TIMER Enable (TIMER1, f a l s e ) ;
110 VDAC ChannelOutputSet (VDAC0, 0 , 0) ;
111 I 2Sd i s enab l e ( ) ;
112 AudioIn i t ( ) ;
113 }
114 }
115
116 void AudioReceive ( u i n t 8 t EVEN, struct gecko cmd packet ∗ evt ) {
117 u i n t 8 t ∗ INp ;
118 u i n t 8 t OUT buf [AUDIO BUF SIZE ] ;
119 u i n t 8 t ∗ KEYp;
120
121 i f (Appmode == c l i e n t ) {
122 i f ( evt−>data . e v t g a t t c h a r a c t e r i s t i c v a l u e . va lue . l en !=
AUDIO BUF SIZE) {
123 p r i n t f ("\r\n*ERROR:RX␣LENGTH␣NOT␣AUDIO_BUF_SIZE(16)*\r\n" ) ;
124 return ;
125 }
126
127 INp = ( u i n t 8 t ∗)&evt−>data . e v t g a t t c h a r a c t e r i s t i c v a l u e . va lue .
data ;
128
129 #ifde f APP ENCRYPT
130 KEYp = ( u i n t 8 t ∗)&keys ;
131 CRYPTO AES DecryptKey128(CRYPTO, ( u i n t 8 t ∗) AppSecurityKeyDecrypt ,
KEYp) ;
132 CRYPTO AES ECB128(CRYPTO, OUT buf , INp , AUDIO BUF SIZE , ( u i n t 8 t
∗) AppSecurityKeyDecrypt , DECRYPT) ;
133 #else
134 memcpy(OUT buf , INp , 1 6 ) ;
135 #endif
136
137 put array (OUT buf ,AUDIO BUF SIZE) ; //write to FIFIO buffer
138 } else i f (Appmode == se rv e r ) {
139 i f ( evt−>data . e v t g a t t s e r v e r a t t r i b u t e v a l u e . va lue . l en !=
AUDIO BUF SIZE) {
140 p r i n t f ("\r\n***ERROR:RX␣LENGTH␣NOT␣AUDIO_BUF_SIZE(16)***\r\n" ) ;
141 return ;
142 }
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143 INp = ( u i n t 8 t ∗)&evt−>data . e v t g a t t c h a r a c t e r i s t i c v a l u e . va lue .
data ;
144
145 #ifde f APP ENCRYPT
146 KEYp = ( u i n t 8 t ∗)&keys ;
147 CRYPTO AES DecryptKey128(CRYPTO, ( u i n t 8 t ∗) AppSecurityKeyDecrypt ,
KEYp) ;
148 CRYPTO AES ECB128(CRYPTO, OUT buf , INp , AUDIO BUF SIZE , ( u i n t 8 t
∗) AppSecurityKeyDecrypt , DECRYPT) ;
149 #else
150 memcpy(OUT buf , INp , 1 6 ) ;
151 #endif
152 put array (OUT buf ,AUDIO BUF SIZE) ; //write to FIFIO buffer
153 } else {
154 p r i n t f ("\r\n***Unknown␣AppMode***\r\n" ) ;
155 return ;
156 }
157 }
158
159 void AudioSend ( u i n t 8 t EVEN, struct gecko cmd packet ∗ evt , u int8
conn handle , u int8 char handle ) {
160 u i n t 8 t ∗ audioTempBuffer ;
161 u i n t 8 t ∗ INp ;
162 u i n t 8 t OUT buf [AUDIO BUF SIZE ] ;
163 u i n t 8 t ∗ KEYp;
164
165 i f (Appmode == c l i e n t ) {
166 KEYp = ( u i n t 8 t ∗)&keys ;
167 i f (EVEN==1){
168 INp = ( u i n t 8 t ∗)&tx1 8 ;
169 } else i f (EVEN==0){
170 INp = ( u i n t 8 t ∗)&tx2 8 ;
171 } else {
172 p r i n t f ("\r\n***ERROR:VALUE␣NOT␣EVEN/ODD***\r\n" ) ;
173 return ;
174 }
175
176 #ifde f APP ENCRYPT
177 CRYPTO AES ECB128(CRYPTO, OUT buf , INp , AUDIO BUF SIZE , KEYp,
ENCRYPT) ;
178 audioTempBuffer = OUT buf ;
179 #else
180 audioTempBuffer = INp ;
181 #endif
182 g e c k o cmd ga t t w r i t e c h a r a c t e r i s t i c v a l u e w i t h ou t r e s p on s e (
conn handle , char handle , AUDIO BUF SIZE , audioTempBuffer ) ; //
send bia Bluetooth
183 } else i f (Appmode == se rv e r ) {
184 KEYp = ( u i n t 8 t ∗)&keys ;
185 i f (EVEN==1){
186 INp = ( u i n t 8 t ∗)&tx1 8 ;
187 } else i f (EVEN==0){
188 INp = ( u i n t 8 t ∗)&tx2 8 ;
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189 } else {
190 p r i n t f ("\r\n***ERROR:VALUE␣NOT␣EVEN/ODD***\r\n" ) ;
191 return ;
192 }
193 #ifde f APP ENCRYPT
194 CRYPTO AES ECB128(CRYPTO, OUT buf , INp , AUDIO BUF SIZE , KEYp,
ENCRYPT) ;
195 audioTempBuffer = OUT buf ;
196 #else
197 audioTempBuffer = INp ;
198 #endif
199 g e c k o cmd g a t t s e r v e r s e n d c h a r a c t e r i s t i c n o t i f i c a t i o n (
conn handle , ga t tdb gat t aud io data , AUDIO BUF SIZE ,
audioTempBuffer ) ; //send bia Bluetooth
200 } else {
201 p r i n t f ("\r\n***Unknown␣AppMode***\r\n" ) ;
202 return ;
203 }
204 }
205
206 /***************************************************
207 * @brief Interrupt handler for push button BTN1.
208 ***************************************************/
209 void GPIO ODD IRQHandler (void ) {
210 GPIO−>IFC = GPIO−>IF ;
211 //Send gecko_evt_system_external_signal_id event to the main loop
212 g e c k o e x t e r n a l s i g n a l (GPIO ODD EVENT) ;
213 }
214
215 /**************************************************
216 * @brief Interrupt handler for push button BTN0.
217 ***************************************************/
218 void GPIO EVEN IRQHandler (void ) {
219 GPIO−>IFC = GPIO−>IF ;
220 //Send gecko_evt_system_external_signal_id event to the main loop
221 g e c k o e x t e r n a l s i g n a l (GPIO EVEN EVENT) ;
222 }
223
224 /*************************************************
225 * @brief Setup GPIO interrupt for pushbuttons.
226 **************************************************/
227 void gpioSetup (void ) {
228 /* Enable GPIO clock */
229 CMU ClockEnable ( cmuClock GPIO , t rue ) ;
230
231 /* Configure push button 0 as input and enable interrupt */
232 GPIO PinModeSet (BSP GPIO PB0 PORT, BSP GPIO PB0 PIN ,
gpioModeInputPull , 1) ;
233 GPIO ExtIntConfig (BSP GPIO PB0 PORT, BSP GPIO PB0 PIN ,
BSP GPIO PB0 PIN , f a l s e , true , t rue ) ;
234
235 /* Configure push button 1 as input and enable interrupt */
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236 GPIO PinModeSet (BSP GPIO PB1 PORT, BSP GPIO PB1 PIN ,
gpioModeInputPull , 1) ;
237 GPIO ExtIntConfig (BSP GPIO PB1 PORT, BSP GPIO PB1 PIN ,
BSP GPIO PB1 PIN , f a l s e , true , t rue ) ;
238
239 NVIC ClearPendingIRQ (GPIO EVEN IRQn) ;
240 NVIC EnableIRQ(GPIO EVEN IRQn) ;
241
242 NVIC ClearPendingIRQ (GPIO ODD IRQn) ;
243 NVIC EnableIRQ(GPIO ODD IRQn) ;
244 }
245
246 /**************************************************************
247 * @brief Setup TIMER as PRS source to trigger slow ADC/VDAC
248 ***************************************************************/
249 void t imerSetup (void ) {
250 // Enable clock for TIMER module
251 CMU ClockEnable ( cmuClock TIMER0 , t rue ) ;
252 CMU ClockEnable ( cmuClock TIMER1 , t rue ) ;
253
254 // Initialize TIMER
255 TIMER Init TypeDef i n i t = TIMER INIT DEFAULT;
256 i n i t . enable = f a l s e ;
257 TIMER Init (TIMER0, &i n i t ) ;
258 TIMER Init (TIMER1, &i n i t ) ;
259
260 // Set top (reload) value for the timer
261 // Note: the timer runs off of the HFPER clock
262 u in t 32 t ADC topValue = CMU ClockFreqGet (cmuClock HFPER) /
ADC SAMPLE FREQ;
263 TIMER TopBufSet (TIMER0, ADC topValue ) ;
264
265 u in t 32 t VDAC topValue = CMU ClockFreqGet (cmuClock HFPER) /
VDAC SAMPLE FREQ;
266 TIMER TopBufSet (TIMER1, VDAC topValue ) ;
267
268
269 // Automatically clear the DMA request
270 TIMER0−>CTRL |= TIMERCTRLDMACLRACT;
271 TIMER1−>CTRL |= TIMERCTRLDMACLRACT;
272
273 // Enable TIMER0
274 //TIMER_Enable(TIMER0, true);
275
276 /* Output to PRS channel */
277 //CMU_ClockEnable(cmuClock_PRS , true);
278 PRS−>DMAREQ1 = PRS DMAREQ0 PRSSEL PRSCH0; // Set PRSch2 to DMAREQ1
for slow vdac
279 PRS SourceSignalSet (ADC PRS CHANNEL, PRS CH CTRL SOURCESEL TIMER0,
PRS CH CTRL SIGSEL TIMER0OF, prsEdgePos ) ; //Set TIMER0’s OF to
PRSch0
280
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281 PRS−>DMAREQ1 = PRS DMAREQ1 PRSSEL PRSCH1; // Set PRSch2 to DMAREQ1
for slow vdac
282 PRS SourceSignalSet (VDAC PRS CHANNEL, PRS CH CTRL SOURCESEL TIMER1,
PRS CH CTRL SIGSEL TIMER1OF, prsEdgePos ) ; //Set TIMER1’s OF to
PRSch1
283 }
284
285 /*************************************************************
286 * @brief Initialize ADC for single conversion
287 **************************************************************/
288 void adcSetup (void ) {
289 ADC Init TypeDef i n i t = ADC INIT DEFAULT;
290 ADC InitSingle TypeDef s i n g l e I n i t = ADC INITSINGLE DEFAULT;
291
292 CMU ClockEnable ( cmuClock ADC0 , t rue ) ;
293 // Enable the VDAC clock for OPA1
294 CMU ClockEnable (cmuClock VDAC0 , t rue ) ;
295
296 /* Initialize common settings for single conversion */
297 i n i t . t imebase = ADC TimebaseCalc (0 ) ;
298 i n i t . p r e s c a l e = ADC PrescaleCalc (ADCCLOCK, 0) ;
299 ADC Init (ADC0, &i n i t ) ;
300
301 /* Initialize for single conversion */
302 s i n g l e I n i t . r e f e r e n c e = adcRefVDD ;
303 s i n g l e I n i t . r e s o l u t i o n = adcRes8Bit ;
304 s i n g l e I n i t . prsEnable = true ;
305 s i n g l e I n i t . p r sS e l = ADC PRS CHANNEL;
306 s i n g l e I n i t . posSe l = ADC INPUT PORT;
307 s i n g l e I n i t . negSe l = adcNegSelVSS ;
308 ADC InitSingle (ADC0, &s i n g l e I n i t ) ;
309
310 /* Set data valid level to trigger DMA */
311 ADC0−>SINGLECTRLX |= (AUDIO BUF SIZE−1) <<
ADC SINGLECTRLX DVL SHIFT;
312
313 //configure OPA1.
314 OPAMP Init TypeDef c on f i gu r a t i on = OPA INIT NON INVERTING;
315
316 //Select R1&R2 value
317 c on f i gu r a t i on . r e s S e l = opaResSelR2eq7R1 ;
318
319 //Receive the input from PD10/P4
320 c on f i gu r a t i on . posSe l = OPA ADC INPUT PORT;
321
322 //Send the output to ADC
323 c on f i gu r a t i on . outMode = OPAADCOUTPUT PORT;
324 //configuration.outPen = VDAC_OPA_OUT_ALTOUTPADEN_OUT2;
325
326 //Enable OPA1
327 OPAMP Enable(VDAC0, OPA1, &con f i gu r a t i on ) ;
328 }
329
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330 /**************************************************************
331 * @brief
332 * VDAC initialization
333 ***************************************************************/
334 void vdacSetup (void ) {
335 // Enable the VDAC clock
336 CMU ClockEnable (cmuClock VDAC0 , t rue ) ;
337
338 // Initialize the VDAC
339 VDAC Init TypeDef i n i t = VDAC INIT DEFAULT;
340 i n i t . p r e s c a l e r = VDAC PrescaleCalc (VDACCLOCK, f a l s e , 0) ; // Use a
1 MHz VDAC
341 i n i t . r e f e r e n c e = vdacRef2V5Ln ; // Set reference to internal 2.5V
low noise
342 VDAC Init (VDAC0, &i n i t ) ;
343
344 // Initialize VDAC channel 0
345 VDAC InitChannel TypeDef in i tChanne l0 = VDAC INITCHANNEL DEFAULT;
346 VDAC InitChannel (VDAC0, &initChannel0 , 0) ;
347
348 // Set the settle time to zero for maximum update rate (mask it out
)
349 VDAC0−>OPA[ 0 ] .TIMER &= ˜( VDAC OPA TIMER SETTLETIME MASK) ;
350
351 // Enable VDAC channel 0
352 VDAC Enable (VDAC0, 0 , t rue ) ;
353 }
354
355 /*****************************************************
356 * @brief
357 * Print ADC Buffer.
358 * -input ch: which data want to print
359 * 0:tx1_8 & tx2_8
360 * 1:rx1_cc & rx2_cc
361 ******************************************************/
362 void print BUFFER( u i n t 8 t ch ) {
363 int i ;
364
365 i f ( ch == 0) {
366 for ( i =0; i<AUDIO BUF SIZE ; i++){
367 p r i n t f ("tx1_8␣[%02d]:␣␣%02x␣␣tx2_8␣[%02d]:␣␣%02x\n" , i , ( int )
tx1 8 [ i ] , i , ( int ) tx2 8 [ i ] ) ;
368 }
369 } else i f ( ch == 1) {
370 for ( i =0; i<CUBIC BUF SIZE ; i++){
371 p r i n t f ("rx1_cc[%02d]:␣%03x␣␣rx2_cc[%02d]:␣%03x\n" , i , ( int )
rx1 cc [ i ] , i , ( int ) rx2 cc [ i ] ) ;
372 }
373 } else {
374 p r i n t f ("\r\n***Unknown␣Print␣Channel***\r\n" ) ;
375 }
376 }
377
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378 /*******************************************
379 * @brief
380 * Initialize the LDMA controller.
381 ********************************************/
382 void ldmaSetup (void )
383 {
384 LDMA Init t i n i t = LDMA INIT DEFAULT;
385 LDMA Init ( &i n i t ) ;
386 }
387
388 /*******************************************
389 * @brief
390 * Ping-Pong Transfer for ADC.
391 ********************************************/
392 void l dma adc in i t (void )
393 {
394 u in t 32 t i ;
395
396 for ( i =0; i<AUDIO BUF SIZE ; i++){
397 tx1 8 [ i ] = ADCDUMMYVALUE;
398 tx2 8 [ i ] = ADCDUMMYVALUE;
399 }
400
401 // Transfer configuration and trigger selection
402 LDMA TransferCfg t t r an s f e rCon f i g =
403 LDMA TRANSFER CFG PERIPHERAL( ldmaPeripheralSignal ADC0 SINGLE ) ;
404
405 //Descriptor loops through the sine table and outputs its values to
the ADC
406 LDMA Descriptor t l oopDesc r ip to r [ ] =
407 {
408 LDMA DESCRIPTOR LINKREL P2M BYTE(&ADC0−>SINGLEDATA, tx1 8 ,
AUDIO BUF SIZE , 1) ,
409 LDMA DESCRIPTOR LINKREL P2M BYTE(&ADC0−>SINGLEDATA, tx2 8 ,
AUDIO BUF SIZE , −1)
410 } ;
411
412 l o opDesc r ip to r [ 0 ] . x f e r . i gno r eS r e c = true ; // ignores single
requests to reduce energy usage
413 l o opDesc r ip to r [ 1 ] . x f e r . i gno r eS r e c = true ; // ignores single
requests to reduce energy usage
414
415 desc adc [ 0 ] = loopDesc r ip to r [ 0 ] ;
416 desc adc [ 1 ] = loopDesc r ip to r [ 1 ] ;
417
418 // Start the transfer
419 LDMA StartTransfer (LDMAADCCHANNEL, (void ∗)&t rans f e rCon f i g , (void
∗)&desc adc ) ;
420 }
421
422 /*****************************************
423 * @brief
424 * Ping-Pong Transfer for VDAC.
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425 ******************************************/
426 void ldma vdac in i t (void )
427 {
428 u in t 32 t i ;
429 for ( i =0; i<CUBIC BUF SIZE ; i++){
430 rx1 cc [ i ] = VDACDUMMYVALUE;
431 rx2 cc [ i ] = VDACDUMMYVALUE;
432 }
433
434 // Transfer configuration and trigger selection
435 // Trigger on TIMER0 overflow and set loop count to size of the
sine table minus one
436 LDMA TransferCfg t t r an s f e rCon f i g =
437 LDMA TRANSFER CFG PERIPHERAL( ldmaPeripheralSignal PRS REQ1 ) ;
438
439 //Descriptor loops through the sine table and outputs its values to
the VDAC
440 LDMA Descriptor t l oopDesc r ip to r [ ] =
441 {
442 LDMA DESCRIPTOR LINKREL M2P BYTE( rx1 cc , &VDAC0−>CH0DATA,
CUBIC BUF SIZE , 1) ,
443 LDMA DESCRIPTOR LINKREL M2P BYTE( rx2 cc , &VDAC0−>CH0DATA,
CUBIC BUF SIZE , −1)
444 } ;
445
446 // loopDescriptor[0].xfer.doneIfs = 0; // Don’t trigger
interrupt when transfer is done
447 // loopDescriptor[1].xfer.doneIfs = 0; // Don’t trigger
interrupt when transfer is done
448
449 l o opDesc r ip to r [ 0 ] . x f e r . i gno r eS r e c = true ; // ignores single
requests to reduce energy usage
450 l o opDesc r ip to r [ 1 ] . x f e r . i gno r eS r e c = true ; // ignores single
requests to reduce energy usage
451
452 l o opDesc r ip to r [ 0 ] . x f e r . s i z e = ldmaCtr lS i zeHal f ; // Transfer
halfwords (VDAC data register is 12 bits)
453 l o opDesc r ip to r [ 1 ] . x f e r . s i z e = ldmaCtr lS i zeHal f ; // Transfer
halfwords (VDAC data register is 12 bits)
454
455 desc vdac [ 0 ] = loopDesc r ip to r [ 0 ] ;
456 desc vdac [ 1 ] = loopDesc r ip to r [ 1 ] ;
457
458 // Start the transfer
459 LDMA StartTransfer (LDMAVDACCHANNEL, (void ∗)&t rans f e rCon f i g , (void
∗)&desc vdac ) ;
460 }
461
462 /******************************************************
463 * @brief
464 * LDMA IRQ handler.
465 *******************************************************/
466 void LDMA IRQHandler(void )
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467 {
468 u in t 32 t ch ;
469 // Get all pending and enabled interrupts.
470 u in t 32 t pending = LDMA IntGetEnabled ( ) ;
471
472 // Loop here on an LDMA error to enable debugging.
473 while ( pending & LDMA IF ERROR) ;
474
475 // Iterate over all LDMA channels. */
476 for ( ch = 0 ; ch < DMACHANCOUNT; ch++) {
477 u in t 32 t mask = 0x1 << ch ;
478 i f ( pending & mask) {
479 // Clear interrupt flag.
480 LDMA−>IFC = mask ;
481 i f ( ch == LDMAVDACCHANNEL | | ch == LDMAADCCHANNEL) {
482 //Send gecko_evt_system_external_signal_id event to the main
loop
483 g e c k o e x t e r n a l s i g n a l (LDMAAUDIO EVENT) ;
484 } else i f ( ch == LDMA I2S LEFT CHANNEL) {
485 //Send gecko_evt_system_external_signal_id event to the main
loop
486 // gecko_external_signal(LDMA_I2S_EVENT);
487 }
488 }
489 }
490 l e f tBu f f e r I nd e x = 0 ; //dummy
491 }
492
493 /*********************************************
494 * @brief
495 * Initialize the AES controller.
496 **********************************************/
497 void AESSetup (void )
498 {
499 CMU ClockEnable (cmuClock CRYPTO, true ) ;
500 CRYPTO IntEnable (CRYPTO, 1) ;
501 while (CRYPTO−>STATUS != 0 ) ;
502 }
503
504 void put ( u i n t 8 t va l ) {
505 u in t 32 t next = (Wp + 1) % RINGSIZE ;
506
507 i f ( next == Rp ) {
508 // printf("Fifo buffer Full\n" );
509 return ;
510 }
511
512 RING[Wp] = va l ;
513 Wp = next ;
514 }
515
516 void put array ( u i n t 8 t va l [ ] , u i n t 32 t bu f s i z e ) {
517 u in t 32 t i ;
51
518
519 for ( i =0; i<bu f s i z e ; i++){
520 put ( va l [ i ] ) ;
521 }
522 }
523
524 u i n t 8 t get ( u i n t 8 t ∗v ) {
525 i f ( Rp != Wp ) {
526 ∗v = RING[Rp ] ;
527 Rp = (Rp + 1) % RINGSIZE ;
528 return 0 ;
529 } else {
530 return 1 ;
531 }
532 }
533
534 u i n t 8 t g e t a r r ay ( u i n t 8 t va l [ ] , u i n t 32 t bu f s i z e ) {
535 u in t 32 t i ;
536 u i n t 8 t r e t =0;
537
538 for ( i =0; i<bu f s i z e ; i++){
539 r e t = get (&va l [ i ] ) ;
540 }
541 return r e t ;
542 }
543
544 u i n t 8 t isEmpty (void ) {
545 return (Rp==Wp) ?(1 ) : ( 0 ) ;
546 }
547
548 u i n t 8 t p r i n t r i n g (void ) {
549 u in t 32 t i ;
550
551 for ( i =0; i<RINGSIZE ; i++){
552 p r i n t f ("RING[%d]␣=␣%d\n" , i ,RING[ i ] ) ;
553 }
554 return 0 ;
555 }
556
557 u i n t 8 t bu f 8 c c b e f o r e 2 = 0 ; //for FIFO data
558 u i n t 8 t bu f 8 c c b e f o r e [BLOCK SIZE ] = {0} ;
559 u i n t 8 t bu f8 cc [BLOCK SIZE ] ;
560 #define BUF CC SIZE (DEVNUM∗(BLOCK SIZE+2) )
561
562 u i n t 8 t c a l c u c c ( u i n t 16 t outbuf [ ] ) {
563 u in t 32 t i ;
564 u i n t 8 t r e t =0;
565 u in t 16 t bu f c c i n [ BUF CC SIZE ] ; //data input buf
566
567 bu f 8 c c b e f o r e 2 = ( u i n t 8 t ) bu f 8 c c b e f o r e [BLOCK SIZE−1] ;
568 memcpy( bu f 8 c c be f o r e , buf8 cc , BLOCK SIZE) ; //copy before buf8
data -> buf_before
569 r e t = ge t a r r ay ( buf8 cc ,BLOCK SIZE) ;
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570
571 //cubic data input
572 bu f c c i n [ (DEVNUM∗ 0) ] = bu f 8 c c b e f o r e 2 ∗ ( u i n t 16 t ) 16 ;
573 for ( i =0; i<BLOCK SIZE ; i++){ //inbuf1 -16
574 bu f c c i n [ (DEVNUM∗( i + 1) ) ] = ( u in t 16 t ) bu f 8 c c b e f o r e [ i ] ∗ (
u i n t 16 t ) 16 ;
575 }
576 bu f c c i n [ (DEVNUM∗(BLOCK SIZE+1) ) ] = ( u in t 16 t ) bu f8 cc [ 0 ] ∗ (
u i n t 16 t ) 16 ;
577
578 //cubic conv caluc
579 for ( i =0; i<BUF CC SIZE ; i++){
580 conv cubic ( bu f c c i n , i ) ;
581 }
582
583 //Save
584 for ( i =0; i<CUBIC BUF SIZE ; i++){
585 outbuf [ i ] = bu f c c i n [ i + DEVNUM] ;
586 }
587
588 return r e t ;
589 }
590
591
592 f loat h t ( i n t 3 2 t INt ) {
593 f loat A, t , t2 , t3 , r e t ;
594
595 t = ( f loat ) INt / ( f loat )DEVNUM;
596
597 i f ( t < 0 . 0 ) t = −t ;
598 t2 = t ∗ t ;
599 t3 = t2 ∗ t ;
600
601 A = −0.5; // -1.0; /*free parameter */
602 r e t = 0 . 0 ;
603
604 i f ( t < 1 . 0 ) {
605 r e t = ( (A+2.0)∗ t3 − (A+3.0)∗ t2 + 1 . 0 ) ;
606 } else i f ( t < 2 . 0 ) {
607 r e t = (A∗( t3 − 5 .0∗ t2 + 8.0∗ t − 4 . 0 ) ) ;
608 }
609
610 return r e t ;
611 }
612
613 u i n t 8 t conv cubic ( u i n t 16 t data [ ] , u i n t 16 t x ) {
614 u in t 16 t x dev = x/DEVNUM;
615 u in t 16 t data p2 , data p1 , data 0 , data m1 ;
616
617 i f ( ( ( x dev+2)∗DEVNUM < 0) | | ( BUF CC SIZE <= ( x dev+2)∗DEVNUM) ) {
618 data p2 = 0 ;
619 } else {
620 data p2 = data [ ( x dev+2)∗DEVNUM] ;
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621 }
622
623 i f ( ( ( x dev+1)∗DEVNUM < 0) | | ( BUF CC SIZE <= ( x dev+1)∗DEVNUM) ) {
624 data p1 = 0 ;
625 } else {
626 data p1 = data [ ( x dev+1)∗DEVNUM] ;
627 }
628
629 i f ( ( ( x dev+0)∗DEVNUM < 0) | | ( BUF CC SIZE <= ( x dev+0)∗DEVNUM) ) {
630 data 0 = 0 ;
631 } else {
632 data 0 = data [ ( x dev+0)∗DEVNUM] ;
633 }
634
635 i f ( ( ( x dev−1)∗DEVNUM < 0) | | ( BUF CC SIZE <= ( x dev−1)∗DEVNUM) ) {
636 data m1 = 0 ;
637 } else {
638 data m1 = data [ ( x dev−1)∗DEVNUM] ;
639 }
640
641 data [ x ] = data p2 ∗ h t ( ( x dev+2)∗DEVNUM − x ) + data p1 ∗ h t ( ( x dev
+1)∗DEVNUM − x )
642 + data 0 ∗ h t ( ( x dev+0)∗DEVNUM − x ) + data m1∗ h t ( ( x dev−1)∗
DEVNUM − x ) ;
643
644 return 0 ;
645 }
646
647 void I2Ssetup (void ) {
648
649 // Enable clock for USART1
650 CMU ClockEnable (cmuClock USART1 , t rue ) ;
651 CMU ClockEnable ( cmuClock GPIO , t rue ) ;
652
653 // Enable GPIO clock and I2S pins
654 GPIO PinModeSet (PORTIO USART1 RX PORT , PORTIO USART1 RX PIN ,
gpioModeInputPul lFi l ter , 0) ;
655 GPIO PinModeSet (PORTIO USART1 TX PORT , PORTIO USART1 TX PIN ,
gpioModePushPull , 1) ;
656 GPIO PinModeSet (PORTIO USART1 CLK PORT, PORTIO USART1 CLK PIN,
gpioModePushPull , 1) ;
657 GPIO PinModeSet (PORTIO USART1 CS PORT , PORTIO USART1 CS PIN ,
gpioModePushPull , 1) ;
658
659 // Initialize USART1 to receive data from microphones synchronously
660 USART InitI2s TypeDef de f = USART INITI2S DEFAULT ;
661 de f . format = usartI2sFormatW16D16 ;
662 de f . sync . da tab i t s = usar tDatab i t s16 ; //usartDatabits8
663 de f . sync . enable = usa r tD i sab l e ;
664 de f . sync . autoTx = true ;
665
666 // Separate DMA requests for left and right channel data
667 de f . dmaSplit = true ;
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668
669 // Set baud rate to achieve desired sample frequency
670 de f . sync . baudrate = SAMPLEFREQUENCY;
671
672 USART InitI2s (USART1, &de f ) ;
673 USART1−>CTRL |= USART CTRL MSBF;
674
675 // Enable route to GPIO pins for I2S transfer on route #11
676 USART1−>ROUTEPEN = USARTROUTEPENTXPEN | USARTROUTEPENRXPEN
677 | USART ROUTEPEN CSPEN | USARTROUTEPENCLKPEN;
678
679 USART1−>ROUTELOC0 = ( (PORTIO USART1 RX LOC <<
USART ROUTELOC0 RXLOC SHIFT)
680 | (PORTIO USART1 TX LOC << USART ROUTELOC0 TXLOC SHIFT)
681 | (PORTIO USART1 CLK LOC << USART ROUTELOC0 CLKLOC SHIFT
)
682 | (PORTIO USART1 CS LOC << USART ROUTELOC0 CSLOC SHIFT)
) ;
683
684 // Enable USART1
685 USART Enable (USART1, usartEnable ) ;
686
687 // Initialize and set mic_enable pin (PD11),then set ’0’
688 GPIO PinModeSet (IC ENABLE PORT, IC ENABLE PIN , gpioModePushPull , 1)
;
689 I 2Sd i s enab l e ( ) ;
690 }
691
692 void I2Senable (void ) {
693 //Set enable pin (PD11) high
694 GPIO PinOutSet (IC ENABLE PORT, IC ENABLE PIN) ;
695 }
696
697 void I 2Sd i s enab l e (void ) {
698 I2C cmdwrite (0 x01 , 0x04 ) ; //Headphone:OFF
699 I2C cmdwrite (0 x00 , 0x00 ) ; //Power:OFF
700 //Set enable pin (PD11) low
701 GPIO PinOutClear (IC ENABLE PORT, IC ENABLE PIN) ;
702 }
703
704 /*
705 * Before use this function , call UDELAY_Calibrate()
706 * */
707 void MicrosecDelay ( s i z e t mdelay ) {
708 s i z e t i ;
709 for ( i =0; i<mdelay ; i++){
710 UDELAY Delay(1000) ;
711 }
712 }
713
714 /******************************************************
715 * @brief Configure and start DMA
716 ******************************************************/
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717 #define BUFFER SIZE 10
718 LDMA Descriptor t l e f tDe s c ;
719 LDMA Descriptor t r ightDesc ;
720 stat ic volat i le u in t 32 t l e f t B u f f e r [BUFFER SIZE ] ;
721 int l e f tBu f f e r I nd e x ;
722 u i n t 8 t r ightData ;
723
724 void l dma i 2 s i n i t ( ) {
725 // Configure LDMA for transfer from USART to memory (left channel)
726 // LDMA will loop continuously
727 LDMA TransferCfg t descCfg L = LDMA TRANSFER CFG PERIPHERAL(
ldmaPeripheralSignal USART1 TXBL ) ;
728 LDMA TransferCfg t descCfg R = LDMA TRANSFER CFG PERIPHERAL(
ldmaPeripheralSignal USART1 TXBLRIGHT) ;
729
730 //Globally store and configure link descriptors for left microphone
transfer
731 LDMA Descriptor t l oopDesc r ip to r L [ ] =
732 {
733 LDMA DESCRIPTOR LINKREL M2P BYTE( rx1 cc , &USART1−>TXDOUBLE,
CUBIC BUF SIZE , 1) ,
734 LDMA DESCRIPTOR LINKREL M2P BYTE( rx1 cc , &USART1−>TXDOUBLE,
CUBIC BUF SIZE , −1)
735 } ;
736
737 LDMA Descriptor t loopDescr iptor R [ ] =
738 {
739 LDMA DESCRIPTOR LINKREL M2P BYTE( rx1 cc , &USART1−>TXDOUBLE,
CUBIC BUF SIZE , 1) ,
740 LDMA DESCRIPTOR LINKREL M2P BYTE( rx2 cc , &USART1−>TXDOUBLE,
CUBIC BUF SIZE , −1)
741 } ;
742
743 l oopDesc r ip to r L [ 0 ] . x f e r . done I f s = 0 ; // Don’t trigger interrupt
when transfer is done
744 l oopDesc r ip to r L [ 1 ] . x f e r . done I f s = 0 ; // Don’t trigger interrupt
when transfer is done
745 l oopDescr iptor R [ 0 ] . x f e r . done I f s = 0 ; // Don’t trigger interrupt
when transfer is done
746 l oopDescr iptor R [ 1 ] . x f e r . done I f s = 0 ; // Don’t trigger interrupt
when transfer is done
747
748 l oopDesc r ip to r L [ 0 ] . x f e r . i gno r eS r e c = true ; // ignores single
requests to reduce energy usage
749 l oopDesc r ip to r L [ 1 ] . x f e r . i gno r eS r e c = true ; // ignores single
requests to reduce energy usage
750 l oopDescr iptor R [ 0 ] . x f e r . i gno r eS r e c = true ; // ignores single
requests to reduce energy usage
751 l oopDescr iptor R [ 1 ] . x f e r . i gno r eS r e c = true ; // ignores single
requests to reduce energy usage
752
753 l oopDesc r ip to r L [ 0 ] . x f e r . s i z e = ldmaCtr lS i zeHal f ; // Transfer
halfwords (VDAC data register is 12 bits)
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754 l oopDesc r ip to r L [ 1 ] . x f e r . s i z e = ldmaCtr lS i zeHal f ; // Transfer
halfwords (VDAC data register is 12 bits)
755 l oopDescr iptor R [ 0 ] . x f e r . s i z e = ldmaCtr lS i zeHa l f ; // Transfer
halfwords (VDAC data register is 12 bits)
756 l oopDescr iptor R [ 1 ] . x f e r . s i z e = ldmaCtr lS i zeHa l f ; // Transfer
halfwords (VDAC data register is 12 bits)
757
758 d e s c i 2 s L e f t [ 0 ] = loopDesc r ip to r L [ 0 ] ;
759 d e s c i 2 s L e f t [ 1 ] = loopDesc r ip to r L [ 1 ] ;
760 de s c i 2 s R i gh t [ 0 ] = loopDescr iptor R [ 0 ] ;
761 de s c i 2 s R i gh t [ 1 ] = loopDescr iptor R [ 1 ] ;
762
763 LDMA StartTransfer (LDMA I2S LEFT CHANNEL, (void ∗)&descCfg L , (void
∗)&d e s c i 2 s L e f t ) ;
764 LDMA StartTransfer (LDMA I2S RIGHT CHANNEL, (void ∗)&descCfg R , (
void ∗)&de s c i 2 s R i gh t ) ;
765
766 LDMA TransferCfg t l e f tC f g =
767 LDMA TRANSFER CFG PERIPHERAL(
ldmaPeripheralSignal USART1 RXDATAV) ;
768
769 //Globally store and configure link descriptors for left microphone
transfer
770 LDMA Descriptor t l e f tX f e r =
771 LDMA DESCRIPTOR LINKREL P2M BYTE(&USART1−>RXDATA, ( u i n t 8 t ∗)
l e f tBu f f e r , 4 ∗ BUFFER SIZE , 0) ;
772 l e f tDe s c = l e f tX f e r ;
773 // trigger interrupt on left microphone transfer complete (buffer
full)
774 l e f tDe s c . x f e r . done I f s = 0 ;
775 l e f tDe s c . x f e r . i gno r eS r e c = 0 ;
776
777 // Configure LDMA for transfer from USART to memory (right channel)
778 // LDMA will loop continuously and discard right channel data
779 LDMA TransferCfg t r i ghtCfg =
780 LDMA TRANSFER CFG PERIPHERAL(
ldmaPeripheralSignal USART1 RXDATAVRIGHT) ;
781
782 // Set up right microphone descriptor
783 LDMA Descriptor t r i gh tX f e r = LDMA DESCRIPTOR LINKREL P2M BYTE(&
USART1−>RXDATA, &rightData , 1 , 0) ;
784 r ightDesc = r i gh tX f e r ;
785 r ightDesc . x f e r . s i z e = ldmaCtrlSizeByte ;
786
787 // Don’t trigger interrupts on right microphone transfers
788 r ightDesc . x f e r . done I f s = 0 ;
789 r ightDesc . x f e r . i gno r eS r e c = 0 ;
790
791 // Ensure destination address does not increment
792 r ightDesc . x f e r . d s t Inc = 0 ;
793
794 // Start left and right transfers
795 LDMA StartTransfer (5 , (void ∗)&l e f tC f g , (void ∗)&l e f tDe s c ) ;
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796 LDMA StartTransfer (6 , (void ∗)&r ightCfg , (void ∗)&r ightDesc ) ;
797 }
798
799 /*********************************************
800 * @brief enables I2C slave interrupts
801 **********************************************/
802 void enab l e I 2 cS l av e In t e r r up t s (void ) {
803 I2C IntClear ( I2C0 , I2C IEN ADDR | I2C IEN RXDATAV | I2C IEN SSTOP) ;
804 I2C IntEnable ( I2C0 , I2C IEN ADDR | I2C IEN RXDATAV | I2C IEN SSTOP)
;
805 NVIC EnableIRQ( I2C0 IRQn ) ;
806 }
807
808 /*********************************************
809 * @brief disables I2C interrupts
810 **********************************************/
811 void d i s a b l e I 2 c I n t e r r up t s (void ) {
812 NVIC DisableIRQ ( I2C0 IRQn ) ;
813 I2C IntDi sab l e ( I2C0 , I2C IEN ADDR | I2C IEN RXDATAV | I2C IEN SSTOP
) ;
814 I2C IntClear ( I2C0 , I2C IEN ADDR | I2C IEN RXDATAV | I2C IEN SSTOP) ;
815 }
816
817 /********************************************
818 * @brief Setup I2C
819 *********************************************/
820 void I2Csetup (void ) {
821 // Enabling clock to the I2C
822 CMU ClockEnable ( cmuClock I2C0 , t rue ) ;
823
824 // Using default settings
825 I2C Init TypeDef i 2 c I n i t = I2C INIT DEFAULT ;
826
827 /* Using PC11 (SDA) and PC10(SCL) */
828 GPIO PinModeSet (PORTIO I2C0 SDA PORT, PORTIO I2C0 SDA PIN ,
gpioModeWiredAndPullUpFilter , 1) ;
829 GPIO PinModeSet (PORTIO I2C0 SCL PORT , PORTIO I2C0 SCL PIN ,
gpioModeWiredAndPullUpFilter , 1) ;
830
831 /* Enable pins */
832 I2C0−>ROUTEPEN = I2C ROUTEPEN SDAPEN | I2C ROUTEPEN SCLPEN ;
833 I2C0−>ROUTELOC0 = ( (PORTIO I2C0 SDA LOC <<
I2C ROUTELOC0 SDALOC SHIFT)
834 | ( PORTIO I2C0 SCL LOC << I2C ROUTELOC0 SCLLOC SHIFT) )
;
835
836
837 /* Initializing the I2C */
838 I 2C In i t ( I2C0 , &i 2 c I n i t ) ;
839
840 /* Setting the status flags and index */
841 i 2 c s t a r tTx = f a l s e ;
842 i 2 c r xBu f f e r I ndex = 0 ;
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843 i 2 c r x I nProg r e s s = f a l s e ;
844
845 /* Setting up to enable slave mode */
846 I2C0−>SADDR = I2C ADDRESS ;
847 I2C0−>CTRL |= I2C CTRL SLAVE | I2C CTRL AUTOACK | I2C CTRL AUTOSN;
848
849 //enable I2C Interrupts
850 I2C IntClear ( I2C0 , I2C IEN ADDR | I2C IEN RXDATAV | I2C IEN SSTOP) ;
851 I2C IntEnable ( I2C0 , I2C IEN ADDR | I2C IEN RXDATAV | I2C IEN SSTOP)
;
852 NVIC EnableIRQ( I2C0 IRQn ) ;
853 }
854
855 /**********************************************
856 * @brief Receiving I2C data.
857 ***********************************************/
858 void rece iveI2CData (void ) {
859 while ( i 2 c r x I nProg r e s s ) {
860 EMU EnterEM1( ) ;
861 }
862 }
863
864 /**********************************************
865 * @brief Transmitting I2C data. Sub routine.
866 ***********************************************/
867 I2C TransferReturn TypeDef I2C cmdwrite ( u i n t 8 t address , u i n t 8 t cmd) {
868 I2C TransferReturn TypeDef r e t ;
869
870 //disable I2C Interrupts
871 NVIC DisableIRQ ( I2C0 IRQn ) ;
872 I2C IntDi sab l e ( I2C0 , I2C IEN ADDR | I2C IEN RXDATAV | I2C IEN SSTOP
) ;
873 I2C IntClear ( I2C0 , I2C IEN ADDR | I2C IEN RXDATAV | I2C IEN SSTOP) ;
874
875 i 2 c s t a r tTx = true ;
876 r e t = performI2CTransfer (&address , s izeof ( address ) ,&cmd , s izeof (cmd
) ) ; //Tx main
877 i 2 c s t a r tTx = f a l s e ;
878
879 //enable I2C Interrupts
880 I2C IntClear ( I2C0 , I2C IEN ADDR | I2C IEN RXDATAV | I2C IEN SSTOP) ;
881 I2C IntEnable ( I2C0 , I2C IEN ADDR | I2C IEN RXDATAV | I2C IEN SSTOP)
;
882 NVIC EnableIRQ( I2C0 IRQn ) ;
883
884 p r i n t f ("add:%02x␣cmd:%02x␣ret:%d␣\n" , address , cmd , r e t ) ; //for
debug
885
886 return r e t ;
887 }
888
889 /**************************************************
890 * @brief Transmitting I2C data.
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891 * Will busy-wait until the transfer is complete.
892 ***************************************************/
893 I2C TransferReturn TypeDef performI2CTransfer ( u i n t 8 t ∗ cmd , s i z e t
cmdLen , u i n t 8 t ∗ data , s i z e t dataLen )
894 {
895 // Transfer structure
896 I2C TransferSeq TypeDef i 2 cTran s f e r ;
897 I2C TransferReturn TypeDef r e t ;
898
899 // If RX is in progress , do nothing
900 i f ( i 2 c r x I nProg r e s s ) {
901 return i 2 cTran s f e r InProg r e s s ;
902 }
903
904 // Initializing I2C transfer
905 i 2 cTran s f e r . addr = I2C ADDRESS ;
906 i 2 cTran s f e r . buf [ 0 ] . data = cmd ;
907 i 2 cTran s f e r . buf [ 0 ] . l en = cmdLen ;
908
909 i f ( dataLen > 0 ) {
910 i 2 cTran s f e r . f l a g s = I2C FLAG WRITE WRITE;
911 i 2 cTran s f e r . buf [ 1 ] . data = data ;
912 i 2 cTran s f e r . buf [ 1 ] . l en = dataLen ;
913 } else {
914 i 2 cTran s f e r . f l a g s = I2C FLAG WRITE ;
915 }
916
917 // Init transfer
918 r e t = I2C Trans f e r In i t ( I2C0 , &i2 cTran s f e r ) ;
919
920 // Sending data
921 while ( r e t == i2cTran s f e r InProg r e s s ) {
922 r e t = I2C Trans fer ( I2C0 ) ;
923 }
924 return r e t ;
925 }
926
927
928 /****************************************************
929 * @brief I2C Interrupt Handler.
930 *****************************************************/
931 void I2C0 IRQHandler (void ) {
932 int s t a tu s ;
933
934 s t a tu s = I2C0−>IF ;
935
936 i f ( s t a tu s & I2C IF ADDR) {
937 /* Address Match */
938 /* Indicating that reception is started */
939 i 2 c r x I nProg r e s s = true ;
940 I2C0−>RXDATA;
941
942 I2C IntClear ( I2C0 , I2C IFC ADDR) ;
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943 } else i f ( s t a tu s & I2C IF RXDATAV) {
944 /* Data received */
945 i 2 c r xBu f f e r [ i 2 c r xBu f f e r I ndex ] = I2C0−>RXDATA;
946 i 2 c r xBu f f e r I ndex++;
947 }
948
949 i f ( s t a tu s & I2C IEN SSTOP) {
950 /* Stop received , reception is ended */
951 I2C IntClear ( I2C0 , I2C IEN SSTOP) ;
952 i 2 c r x I nProg r e s s = f a l s e ;
953 i 2 c r xBu f f e r I ndex = 0 ;
954 }
955 }
956
957 /**************************************************
958 * setup AK4954 IC
959 ***************************************************/
960 I2C TransferReturn TypeDef AK4954setup (void ) {
961 I2C TransferReturn TypeDef r e t ;
962
963 I2Senable ( ) ;
964
965 I2C cmdwrite (0 x00 , 0x00 ) ; //dummy
966 I2C cmdwrite (0 x00 , 0x00 ) ; //dummy
967 MicrosecDelay (10) ;
968 I2C cmdwrite (0 x00 , 0x00 ) ; //dummy
969
970 I2C cmdwrite (0 x05 , 0x13 ) ; //Setting PLL & I2S
971 I2C cmdwrite (0 x06 , 0x04 ) ; //Setting Sanpling Freq
972 MicrosecDelay (10) ;
973
974 I2C cmdwrite (0 x00 , 0x40 ) ; //VCOM:ON
975 MicrosecDelay (5 ) ;
976 I2C cmdwrite (0 x01 , 0 x04 ) ; //PLL:ON
977 MicrosecDelay (5 ) ;
978
979 //SettingBEEP
980 I2C cmdwrite (0 x00 , 0x64 ) ; //BEEP Circuit:ON DAC:ON VCOM:ON
981 I2C cmdwrite (0 x01 , 0x34 ) ; //Headphone:ON
982 I2C cmdwrite (0 x16 , 0x05 ) ; //BEEP ON time:48ms
983 I2C cmdwrite (0 x17 , 0x05 ) ; //BEEP OFF time:48ms
984 I2C cmdwrite (0 x18 , 0x03 ) ; //BEEP repeat num:4
985 I2C cmdwrite (0 x19 , 0x80 ) ; //output lebel set -> BEEP out
986 MicrosecDelay (600) ;
987 r e t = I2C cmdwrite (0 x00 , 0x44 ) ; //BEEP Circuit:OFF DAC:ON VCOM:ON
988
989 return r e t ;
990 }
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A.2 各種関数群のヘッダファイル
1 /*
2 * my_audio_trx.h
3 * Created on: 2018/11/14 Author: takahasi
4 */
5
6 #ifndef MY AUDIO TRX H
7 #define MY AUDIO TRX H
8
9 /* Bluetooth stack headers */
10 #include "bg_types.h"
11 #include "native_gecko.h"
12 #include "infrastructure.h"
13
14 /* GATT database */
15 #include "gatt_db.h"
16
17 /* EM library (EMlib) */
18 #include "em_system.h"
19
20 /* Libraries containing default Gecko configuration values */
21 #include "em_emu.h"
22 #include "em_cmu.h"
23 #include "em_device.h"
24 #include "em_chip.h"
25 #include "em_adc.h"
26 #include "em_vdac.h"
27 #include "em_prs.h"
28 #include "em_ldma.h"
29 #include "em_cryotimer.h"
30 #include "em_crypto.h"
31 #include "em_timer.h"
32 #include "em_opamp.h"
33 #include "em_usart.h"
34 #include "em_i2c.h"
35 #include "bsp.h"
36 #include "udelay.h"
37
38 /* Device initialization header */
39 #include "hal-config.h"
40 #include "hal-config/hal-config.h"
41
42 /* include standard library*/
43 #include <s t d i o . h>
44 #include <s t d l i b . h>
45 #include <s t r i n g . h>
46 #include <uni s td . h>
47 #include "retargetserial.h"
48 #include "bsp.h"
49
50 #ifde f FEATUREBOARDDETECTED
62
51 #i f de f ined (HAL CONFIG)
52 #include "bsphalconfig.h"
53 #else
54 #include "bspconfig.h"
55 #endif
56 #else
57 #error This app only works with a S i l i c o n Labs Board
58 #endif
59
60 /******* Defines for debug ********************/
61 #define APP ENCRYPT //comment out for audio without encryption
62 #define APP MY AUDIO //comment out for SPP sever
63 /******* Defines for debug ********************/
64
65 /******* Defines for interrupt function********************/
66 #define GPIO ODD EVENT 1
67 #define GPIO EVEN EVENT 2
68 #define LDMAAUDIO EVENT 3
69 #define LDMA I2S EVENT 4
70 /******* Defines for interrupt function ********************/
71
72 /******* Prototypes for My_audio_trx ********************/
73 void AudioSetup (void ) ;
74 void AudioIn i t (void ) ;
75 void AudioEnable ( bool enable ) ;
76 void AudioReceive ( u i n t 8 t EVEN, struct gecko cmd packet ∗ evt ) ;
77 void AudioSend ( u i n t 8 t EVEN, struct gecko cmd packet ∗ evt , u int8
conn handle , u int8 char handle ) ;
78 /******* Prototypes for My_audio_trx ********************/
79
80 /******* Prototypes for GPIO interrupt ********************/
81 void GPIO ODD IRQHandler (void ) ;
82 void GPIO EVEN IRQHandler (void ) ;
83 void gpioSetup (void ) ;
84
85 #define BSP GPIO PB0 PIN BSP BUTTON0 PIN
86 #define BSP GPIO PB1 PIN BSP BUTTON1 PIN
87 #define BSP GPIO PB0 PORT BSP BUTTON0 PORT
88 #define BSP GPIO PB1 PORT BSP BUTTON1 PORT
89 /******* Prototypes for GPIO interrupt ********************/
90
91 /******* Prototypes for ADC/VDAC ********************/
92 void cryoTimerPrsSetup (void ) ;
93 void t imerSetup (void ) ;
94 void adcSetup (void ) ;
95 void vdacSetup (void ) ;
96 void print BUFFER( u i n t 8 t ch ) ;
97
98 #define AUDIO BUF SIZE 16
99 #define ADCCLOCK 10000000
100 #define OPA ADC INPUT PORT opaPosSelAPORT3XCH2 //PD10 P4
101 #define OPAADCOUTPUT PORT opaOutModeAPORT1YCH1
102 #define ADC INPUT PORT adcPosSelAPORT1YCH1
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103 #define ADC PRS CHANNEL 0
104 #define ADCDUMMYVALUE 0x00
105 #define ADC SAMPLE FREQ 8000 //Hz
106 #define VDACCLOCK 1000000
107 #define VDAC PRS CHANNEL 1
108 #define VDACDUMMYVALUE 0x00
109 #define VDAC SAMPLE FREQ 16000 //Hz
110 #define OPA VDAC INPUT PORT
111 #define OPAVDACOUTPUTPORT opaOutModeAPORT3YCH11//PA3 P2
112 //#define OPA_VDAC_OUTPUT_PORT opaOutModeAPORT3YCH3//PD11 P6
113
114 extern u i n t 8 t tx1 8 [AUDIO BUF SIZE ] ;
115 extern u i n t 8 t tx2 8 [AUDIO BUF SIZE ] ;
116 extern u i n t 8 t adc count ;
117 extern u i n t 8 t vdac count ;
118 /******* Prototypes for ADC/VDAC ********************/
119
120 /******* Prototypes for LDMA ********************/
121 void ldmaSetup (void ) ;
122 void l dma adc in i t (void ) ;
123 void ldma vdac in i t (void ) ;
124
125 #define LIST ADC SIZE 2
126 #define LDMAADCCHANNEL 0
127 #define LIST VDAC SIZE 2
128 #define LDMAVDACCHANNEL 1
129 #define LIST I2S LEFT SIZE 2
130 #define LDMA I2S LEFT CHANNEL 3
131 #define LIST I2S RIGHT SIZE 2
132 #define LDMA I2S RIGHT CHANNEL 4
133 /******* Prototypes for LDMA ********************/
134
135 /******* Prototypes for I2C/I2S ********************/
136 #define I2C ADDRESS 0x24 //0 0 1 0 0 1 0 R/W
137 #define I2C TXBUFFER SIZE 5
138 #define I2C RXBUFFER SIZE 5
139
140 // Defined pin locations for microphone i2S interfacing
141 #define IC ENABLE PORT gpioPortD
142 #define IC ENABLE PIN 11
143
144 // Sample frequency in Hz
145 #define SAMPLEFREQUENCY VDAC SAMPLE FREQ∗32 //Sample Freq * 48
146
147 void I2Ssetup (void ) ;
148 void I2Senable (void ) ;
149 void I 2Sd i s enab l e (void ) ;
150 void MicrosecDelay ( s i z e t mdelay ) ;
151 void l dma i 2 s i n i t (void ) ;
152
153 void enab l e I 2 cS l av e In t e r r up t s (void ) ;
154 void d i s a b l e I 2 c I n t e r r up t s (void ) ;
155 void I2Csetup (void ) ;
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156 void rece iveI2CData (void ) ;
157 I2C TransferReturn TypeDef I2C cmdwrite ( u i n t 8 t address , u i n t 8 t cmd) ;
158 I2C TransferReturn TypeDef performI2CTransfer ( u i n t 8 t ∗ cmd , s i z e t
cmdLen , u i n t 8 t ∗ data , s i z e t dataLen ) ;
159
160 // Buffers++
161 extern u i n t 8 t i 2 c r xBu f f e r [ I2C RXBUFFER SIZE ] ;
162 extern u i n t 8 t i 2 c rxBu f f e r I ndex ;
163
164 // Transmission flags
165 extern volat i le bool i 2 c r x I nProg r e s s ;
166 extern volat i le bool i 2 c s t a r tTx ;
167 extern int l e f tBu f f e r I nd e x ;
168 /******* Prototypes for I2C/I2S ********************/
169
170 /******* Prototypes for AES-128 ********************/
171 void AESSetup (void ) ;
172 #define ENCRYPT true
173 #define DECRYPT f a l s e
174 extern u i n t 8 t keys [ ] ;
175 /******* Prototypes for AES-128 ********************/
176
177 /******* Prototypes for fifo*************/
178 #define FIFO SIZE 5
179 #define RINGSIZE (AUDIO BUF SIZE ∗ FIFO SIZE)
180
181 void put ( u i n t 8 t va l ) ;
182 void put array ( u i n t 8 t va l [ ] , u i n t 32 t bu f s i z e ) ;
183 u i n t 8 t get ( u i n t 8 t ∗ va l ) ;
184 u i n t 8 t g e t a r r ay ( u i n t 8 t va l [ ] , u i n t 32 t bu f s i z e ) ;
185 u i n t 8 t isEmpty (void ) ;
186 u i n t 8 t p r i n t r i n g (void ) ;
187 extern u i n t 8 t RING[RINGSIZE ] ;
188 /******* Prototypes for fifo *************/
189
190 /******* Prototypes for cubic convlution *************/
191 #define DEVNUM 2//2 //32
192 #define BLOCK SIZE AUDIO BUF SIZE //1 //AUDIO_BUF_SIZE
193 #define CUBIC BUF SIZE DEVNUM ∗ BLOCK SIZE //
194 u i n t 8 t c a l c u c c ( u i n t 16 t outbuf [ ] ) ;
195 u i n t 8 t conv cubic ( u i n t 16 t data [ ] , u i n t 16 t x ) ; //find g(x)
196 f loat h t ( i n t 3 2 t INt ) ; //return h(t)
197
198 extern u in t 16 t rx1 cc [ CUBIC BUF SIZE ] ;
199 extern u in t 16 t rx2 cc [ CUBIC BUF SIZE ] ;
200 /******* Prototypes for cubic convlution *************/
201
202 /******* Prototypes for AK4954 ********************/
203 I2C TransferReturn TypeDef AK4954setup (void ) ;
204 /******* Prototypes for AK4954 ********************/
205
206 #endif /* MY_AUDIO_TRX_H_ */
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