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Prólogo 
El mundo de los videojuegos ha sido algo que siempre me ha atraído, éstos últimos años 
he aprendido a programar y poco a poco me he ido haciendo una idea sobre la cantidad 
de trabajo que hay detrás de cada juego. En Ingeniería del Software pudimos hacernos 
un pequeño esbozo sobre qué significaba un videojuego, pero solo pudimos centrarnos 
en un ámbito en lo que al desarrollo se trata. Con este proyecto, me gustaría exponer el 
trabajo que conlleva desde el diseño, el desarrollo y la implementación de un videojuego. 
 
Abstract 
In this project we will analyze, design and implement a version of the game Quake III 
Arena using Unity 3D as a base platform. This videogame was released in 1999 and 
nowadays is still a trend among the first-person shooter games.   
During the progress of this project we will observe the different parts of a standard game 
development. In our case, we will see the design, the character modeling with his textures 
and the interaction of objects with their environment, also, we will work with an AI based 
on a Behaviour Tree that will allow to a character to take decisions in certain points of 
the game. This AI will have two kind of sensors capturing the state of players, this states 
will give the order to chase, attack or just patrol a zone until someone shows up. Finally, 
we will implement a scoreboard that will represent the current information about the 
actual players inside the level.  
Developing Quake III in Unity give us certain advantages respect the way we work with 
physics, models and textures or even with the object interaction. This objects will 
communicate each other through contact, this contact will provide information or even 
change their properties. Also, we will develop some models and textures using Blender, 
a Free Open Source application used for 3D modeling and texturing which allow us to 
import natively to Unity. 
Every component of the game will be developed in a flexible and structured manner, so 
this project could be easily extended in future adaptations and extensions. 
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1. Introducción 
 
En este proyecto se diseñará y se desarrollará un prototipo del juego Quake III Arena en 
Unity. Se analizará y diseñará desde el modelado de los escenarios y los personajes, 
pasando por las físicas asociadas al juego que intervienen en todo momento, la 
interacción con todos los elementos hasta un motor de inteligencia artificial que dará 
vida a los enemigos en el Juego. Adicionalmente, se facilitará la motorización del juego 
guardando diferentes características durante la partida, como podrían ser los tiempos de 
juego las vidas usadas o los puntos acumulados hasta el momento. 
 
Para esta aproximación se adaptará el juego a distintos públicos, pudiendo cambiar el 
tipo de ambiente para hacerlo más ameno a los más pequeños. Se integrará el proyecto 
en la interfaz de Unity, facilitando así la edición del escenario y los distintos tipos de 
interacción y comportamiento. Se facilitará  la edición del escenario mediante la interfaz 
de Unity, mediante el uso Objetos Pre-fabricados. 
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1.1. Ámbito del proyecto 
 
Actualmente la industria del videojuego supone unos 15 mil millones de dólares sólo en 
Estados Unidos [vgi14], dato que confirma su auge si comparamos el mismo dato en el 
2000 cuya cifra es de 5 mil millones [vgstats]. Cada vez es más usual invertir más tiempo 
en este tipo de actividades ya que incluso nos encontramos con ellos en nuestro teléfono 
móvil. 
Este trabajo se ha enfocado en el gran mercado de los videojuegos para Ordenador. En 
concreto el proyecto se enfocará en uno de los tipos de juegos más usuales que ofrece 
ésta industria, los juegos de acción en primera persona (también llamados Shooter [shtr]). 
Cuando se habla de un shooter, se hace referencia a un juego que permiten encarnar a 
un personaje bélico con el objetivo de eliminar a sus enemigos. Incluso en juegos tan 
nuevos como Call of Duty, se puede seguir observando las estrategias de programación 
usadas antaño en los shooters. Concretamente, este proyecto se centrará en el estudio 
del shooter Quake III Arena. 
 
Quake III [Quake] es un shooter que vio la luz el 2 de Diciembre de 1999. Este juego marcó 
la manera de ser de todos sus sucesores gracias a como trataba las físicas del juego, la 
interacción de sus componentes o incluso errores que hoy se generan a propósito para 
darle esa pequeña diferencia. Como por ejemplo la mala gestión de la aceleración en 
diversos ejes espaciales del jugador, que produce una velocidad por encima de la 
permitida en el juego (este error es conocido como BunnyHop [bhop]). 
 
Este videojuego consiste en obtener puntos a base de eliminar a los demás jugadores  
(estos jugadores pueden ser jugadores online o personajes controlados por una 
Inteligencia artificial). Dentro del juego existen una serie de plataformas por las cuales los 
jugadores podrán moverse libremente, pero si uno de ellos cae al vacío que hay entre 
dichas plataformas morirá y se le descontará puntos en su marcador personal. 
Dentro de este espacio de juego existirán diversas armas (o munición de estas), cada una 
tendrá una habilidad diferente, por ejemplo en el proyecto diseñaremos y modelaremos 
el Lanza Cohetes, cuyo proyectil hará un daño en área y hará que nos movamos de su 
radio de explosión; también dispondremos de una arma láser cuya ventaja es la gran 
cantidad de daño que puede realizar y su velocidad de proyectil superior a la del resto de 
armas. También existen plataformas que lanzarán a los jugadores hacia una dirección en 
concreto, cuyo objetivo es alcanzar otras partes del nivel de manera creativa y a la vez 
hacer más difícil ser eliminado por el enemigo. 
 
El desarrollo de éste proyecto se basa íntegramente en técnicas de gráficos (planos de 
clipping, shaders y texturas), físicas y lógica de los objetos, así como el motor IA que 
modela el comportamiento de los Npc’s [Bot] (o jugadores controlados por una 
inteligencia artificial) del apartado de Intelifencia artificial. Durante todo el proceso de 
diseño del videojuego utilizaremos Scrum [Scrum], un método de desarrollo ágil basado 
en ciclos de desarrollo (en el proyecto tendrá ciclos semanales) aprendido en Ingeniería 
del Software. 
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1.2. Motivación 
 
El reto de desarrollar un videojuego ya es por sí mismo una motivación, dentro de este 
reto encontramos la necesidad de diseñar el software según unos requerimientos de 
altas prestaciones (como es Quake III funcionalmente) y desarrollar una portabilidad 
multiplataforma. 
 
Generalmente el diseño y la arquitectura de un videojuego son complejos, hecho que 
dificulta su mantenimiento e incluso ampliaciones futuras. Dado a este problema, este 
proyecto utilizará una de las muchas plataformas de desarrollo en videojuegos. En 
concreto utilizaremos Unity 3D sobre las otras plataformas (Ogre, Torque3D, 
CryEngine,..) ya que nos ofrece facilidades de programación, como es la instanciación (o 
generar un elemento con una lógica en nuestro espacio de juego) de objetos de forma 
sencilla, también podemos hablar de las físicas calculadas a las que se puede acceder e 
incluso editarlas o también la facilidad para portar nuestro proyecto a diferentes 
plataformas. 
 
Dado que Quake III es extenso en lo que a niveles jugables se trata  (llamadas tambien 
Arenas, haciendo referencia a los coliseos donde antiguamente batallavan los 
gladiadores) o incluso en armas disponibles (diferentes comportamientos), se ha 
restringido éstos a las armas más emblemáticas del juego (el lanzacohetes y el rayo láser) 
y al nivel más jugado (The longest yard, unas plataformas en el espacio donde se 
encuentran una serie de propulsores que empujarán a los jugadores de plataforma en 
plataforma). 
 
Dentro del juego existe la posibilidad de generar unos personajes controlados por una 
inteligencia artificial, dado a la complejidad que supone en este proyecto se utilizará el 
paquete RAIN AI [Rain] de Unity. Éste paquete proporciona una interfaz base donde se 
desarrollará Árbol de Decisiones o Behaviour Tree [BT] que consiste en la toma de 
decisiones por parte de la inteligencia según unos parámetros que irán cambiando a 
medida que sucedan acontecimientos alrededor de ésta. Para acotar el trabajo realizado, 
desarrollaremos dos tipos de IA (Inteligencia artificial), los cazadores que tendrán el 
objetivo de patrullar por ciertas zonas e ir en busca de un jugador, y también los 
asaltantes que nos dispararán si entramos en su radio de disparo. 
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1.3. Objetivo general 
 
El Objetivo de este trabajo es  analizar, diseñar, implementar e implantar una versión del 
juego Quake III Arena en la plataforma Unity 3D, de forma que sea fácilmente ampliable, 
personalizable, monitorizable y extensible. 
 
1.4. Objetivos específicos 
 
Dentro de lo descrito en el apartado 1.3, se dividirá el proyecto en diversos puntos los 
que se desarrollarán ampliamente durante todo el proceso de implementación: 
 
1- Estudio de Quake III Arena 
Se observarán los diferentes apartados del videojuego para poder ser analizados. 
 
2- Análisis y diseño de Quake III Unity Edition 
Se diseñarán los requisitos del juego según los análisis de los estudios realizados. 
 
3- Desarrollo de paquetes gráficos e Inteligencia artificial. 
Se implementarán las diferentes partes gráficas del proyecto junto a una IA que será 
controlada por un árbol de comportamiento. 
 
4- Desarrollo del paquete de personalización de Unity 
En este apartado se permitirá la edición de algunos componentes visuales del producto 
para hacerlo más ameno a todos los públicos.  
 
5- Análisis y simulación  
Aquí se mostrarán los resultados obtenidos del producto final y se comparará con los 
requisitos que se exigieron en un principio. 
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1.5. Planificación 
 
La planificación de este proyecto se basará en Scrum [Scrum], un método de desarrollo 
de software ágil que nos permitirá controlar la evolución de manera semanal según unos 
requerimientos iniciales (que podrán variar de manera puntual a medida que éste 
avance). 
 
 
 
 
 
 
 
 
 
 
Scrum se divide en diversos roles que permiten el desarrollo de una manera óptima: 
 
- Product Owner: 
 
Representa el cliente que nos pide que desarrollemos un producto con 
ciertos requerimientos. Una vez los requerimientos están claros se 
priorizan y se colocan en el backlog [bcklg] o lista de objetivos priorizada. 
En nuestro caso el Product Owner nos pedirá una copia exacta de Quake 
III Arena, esto nos dará todas las especificaciones necesarias de manera 
sencilla. 
 
- Scrum Master: 
 
Este rol se encarga de facilitar el trabajo entre equipos para evitar posibles 
errores que afecten al producto final, en este caso el rol de Scrum Master 
[Smstr] será dirigido por la coordinadora Anna Puig, que orientará los 
scrums para que no generen conflictos futuros. 
 
- Equipo de desarrollo: 
 
Tal y como su nombre especifica, es un grupo de personas que trabajan de 
forma paralela para generar un producto final con las especificaciones del 
Product Owner [prdOwn] cumplidas. En este proyecto el equipo de 
desarrollo será formado por una sola persona que se verá involucrada en 
todos las partes del desarrollo. 
 
 
Desde un inicio este proyecto tendrá unos requerimientos de alto nivel y serán necesarios 
diversos sprints de Scrum [sprints] para poder ir acercando el desarrollo con el objetivo 
final. 
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 7 
 
2. Antecedentes 
 
En los siguientes apartados se especificaran los componentes de Quake III en su versión 
original y se analizarán las diferentes herramientas escogidas para su desarrollo. 
 
2.1. Quake III Arena 
 
Quake III es un juego de acción en primera persona que nos ofrece una amplia gama de 
personalización. Desde un principio ya da la oportunidad de personalizar nuestro jugador, 
escoger entre 26 niveles diferentes o incluso permite elegir la dificultad de una 
Inteligencia artificial (si la hubiese). Detrás de esta personalización se encuentra en un 
grado más elevado, la cantidad  de interacciones que proceden entre los elementos que 
contiene un nivel. 
 
Dentro del juego existen diferentes componentes que interactúan entre ellos para 
ofrecer una experiencia de juego mayor: 
 
- Armas: 
 
Cada una de las armas que componen Quake III dispone de un 
comportamiento diferente que la hace mejor a las demás en situaciones 
diferentes. 
 
Para ver un ejemplo de lo que podemos encontrarnos: 
 
o Lanza Cohetes: 
Este arma tan emblemática nos permite disparar misiles que en 
contacto con alguna superficie detonarán, haciendo daño en su 
radio de explosión y empujando a los enemigos que se encuentren 
a su paso (también incluye la persona que la disparó). 
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o Arma láser: 
 
La ventaja de esta arma se basa en la rapidez del disparo y la 
cantidad de daño provocado por un simple proyectil. Su recarga es 
lenta y se encuentra en pocos sitios de los mapas, siendo así más 
compleja de obtener. 
 
 
 
 
 
 
 
 
 
o Arma eléctrica: 
 
Tiene la capacidad de electrocutar de forma continua a nuestros 
enemigos, dado a que el rayo tiene que estar en contacto continuo 
para hacer daño al enemigo (poco usada por los jugadores). 
 
 
 
 
 
 
-  Personajes: 
 
La personalización de los personajes no ofrece ningún tipo de ventaja 
sobre los demás. 
Algunos ejemplos de personajes más carismáticos son:  
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- Objetos Coleccionables: 
 
Distribuidos por los niveles encontramos diferentes objetos que harán que 
nuestro personaje disponga de armas nuevas, aumento de vida o incluso 
un aumento de nuestro daño. Unos ejemplos base que se encuentran en 
Quake III son: 
 
o Vida: 
Este objeto sumará una cantidad de vida a nuestro personaje, se 
encuentran distribuidas por todo el nivel y una vez recogidos 
tardaran unos segundos en volver a aparecer y ser operativos. 
 
 
 
 
 
 
 
 
 
o Munición: 
 
Como se ha especificado más arriba, se han implementado dos 
tipos de cajas de munición. Quake dispone de una caja por cada 
tipo de munición, la única diferencia entre ellas mayoritariamente 
es la textura. 
 
  
 
 
 
 
 
 
 
- Niveles: 
 
En lo que a niveles se trata, Quake contiene de 26 mapas diferentes con un 
entorno que varía desde un castillo con lava hasta unas plataformas en medio 
del espacio. 
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       Arena Gate, primer mapa de Quake III Arena                   The Longest Yard, mapa más jugado en Q3:A 
 
- Inteligencia Artificial: 
En el modo historia del Quake III existen diversos personajes controlados 
por una IA que intentarán acabar con los jugadores. Estos personajes 
toman decisiones y actúan en consecuencia a lo que estos jugadores 
hagan en el nivel. Antes de empezar una partida en el modo historia, los 
jugadores seleccionan el nivel de dificultad de esta IA, esto implica que los 
Bots tomarán decisiones más acertadas y que serán mejores jugando en 
el juego. 
 
 
 
 
 
 
 
 
 
 
 
 
                                                     Selección de la dificultad en Quake III Arena 
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2.2. Plataforma Unity 
 
Unity [Unity] surgió en el 2005 en una conferencia de Apple como un programa de 
desarrollo de videojuegos para Mac Os. Hoy en día, Unity es usado de manera paralela 
en diferentes sistemas operativos (iOs, Linux, Windows, etc.) [U3Dalw] y año tras año va 
aumentando su uso en el mercado de los videojuegos [ems13]. 
 
Unity ofrece a los programadores un sistema de desarrollo escalado y totalmente 
transparente dado a su interfaz sencilla que permite interactuar de manera directa con 
el entorno de trabajo. 
 
Las características más remarcables del uso de Unity son: 
 
- Editor de nivel integrado: 
Esto ayuda a los programadores evitando gastar tiempo en programas de 
edición de niveles. Así pueden modificar el escenario sin necesidad de 
cerrar Unity y permitiendo aplicar cambios sin utilizar otros programas. 
- Afinamiento del producto y soporte en debug: 
Dado a que Unity nos permite la edición de variables en tiempo de 
ejecución nos ofrece una manera de hacer debug [debug] en el código con 
comportamientos Nuevos sin tener que recurrir al paro del proyecto y su 
recopilación. Junto a esta ventaja, se le añade la capacidad de debug de 
Componentes visuales para ver su comportamiento. 
 
- Librería fácil de entender: 
 
La manera de renderizar, de cómo utilizar los sonidos, las físicas y, por 
ejemplo los controles, siempre han sido un problema dado a la gran 
cantidad de variables que se tienen que tener cuenta. Unity ha tenido en 
consideración estos elementos y ha ofrecido a aquellos que busquen un 
comportamiento en concreto unas librerías que aportan todos esos 
elementos nombrados anteriormente ya implementados de manera 
óptima y abierta a cambios, de manera que un programador pueda 
alcanzar su objetivo a partir de la base que Unity aporta. 
 
- Uso de liberías MonoScript: 
Al utilizar MonoScript [Mnscrpt] Unity da la oportunidad de usar funciones 
para controlar diversos temas como el multi-hilo, las colecciones de 
elementos o incluso utilizar expresiones LinQ para optimizar el desarrollo 
de forma considerable. 
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Sin embargo Unity no dispone de herramientas directas para la creación de juegos online 
que requieran un servidor. Los propios usuarios de Unity han desarrollado un paquete de 
contenido que ofrece la ayuda en lo que la creación de servidores se trata. Éste es el 
problema que muchos usuarios de Unity ponen en contra del uso de éste mismo ya que 
la sincronización de proyectos con elementos externos a este suele ser bastante 
problemática. 
 
En el mercado existen diversas plataformas de desarrollo de videojuegos que ofrecen 
ventajas sobre las otras. En la siguiente tabla se mostrará la información de algunas de 
estas plataformas  que están actualmente en el mercado: 
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Una de las claras razones por las que en este proyecto se ha elegido utilizar Unity, es la 
curva de aprendizaje a la que se somete un programador. Desde el nivel de 
programación, también se ve afectado por el lenguaje de programación ya que Unity 3D 
da la posibilidad de programar en C# o en VB, ofreciendo así librerías globales que estos 
lenguajes utilizan. En definitiva, los recursos que aporta Unity 3D lo hacen mucho más 
eficiente para elaborar proyectos cerrados en un corto período de tiempo. 
 
2.3. Creación de escenarios: Blender 
 
Para diseñar y modelar los objetos de un proyecto en tres dimensiones como éste, el 
mercado ofrece una serie de aplicaciones que nos aportan estilos diferentes de diseño 
sobre nuestro producto a generar. 
En este trabajo se ha utilizado Blender, un programa multiplataforma dedicado al 
modelaje, iluminación, renderizado, animación y creación de gráficos en tres 
dimensiones. Su fecha de lanzamiento fue en el 1995 y desde entonces fue expuesto 
como una herramienta libre (aun que para entonces el código era privado) y en evolución. 
Hoy en día el mercado ofrece diferentes aplicaciones para el mismo hecho, cada una nos 
aporta unas diferencias que nos benefician dependiendo de qué producto deseamos 
desarrollar.  
En el mercado encontramos programas como Maya, 3Ds Max, Cinema4D o Blender, 
sobre estas plataformas se ha seleccionado Blender por las siguientes razones: 
 
1- Blender es multiplataforma, compatible con Windows Mac, Linux, Solaris, 
FreeBSD e IRIX. 
 
2- Su peso es de 92Mb, ofreciendo la posibilidad de trabajar con él en cualquier 
momento. 
 
3- Dentro de su interfaz nos ofrece un sistema de escultura digital, esto permite 
a los artistas dar detalles y matices de manera óptima sin tener que portar el 
trabajo de una aplicación a otra.  
Por ejemplo: AutoDesk 3DMax no ofrece esta posibilidad, pero la marca AutoDesk ofrece 
otro programa llamado MudBox que trata esto de una manera más amplia. 
 
4- Dentro del mismo programa, Blender aporta un editor de video y 
composición. Esto permite a los animadores generar incluso cortos usando 
una sola herramienta. 
 
5- Dado a que Blender es OpenSource [OpenS] la implementación de nuevas 
tecnologías se hace de manera efectiva y rápida, dando lugar a una 
herramienta que se actualiza muy a menudo y siempre está optimizada con la 
tecnología puntera. 
 
6- Ya que la comunidad de Blender es la misma que los programadores que van 
perfeccionando su código, los reportes de errores y propuestas de mejora son 
contestadas con una rapidez que las demás plataformas no tienen.  
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7- Al estar diseñado en Python, Blender da la oportunidad a los desarrolladores 
a editar sus funcionalidades para personalizar ésta herramienta y obtener un 
mejor resultado. 
 
8- Blender es libre para uso comercial y no representa coste alguno para el 
proyecto.  
 
2.4. Conclusión 
 
En este proyecto combinaremos Unity 3D junto a Blender, ambos programas de libre uso 
(o disponen de una versión gratuita que aportará las herramientas necesarias para 
desarrollar Quake III) que servirán para mostrar la evolución de las partes comentadas 
más arriba. 
 
Dado a la gran variedad de programas de diseño en 3D, suelen haber problemas de 
importación entre proyectos. Unity 3D desde la versión 2.45 ofrece la importación nativa 
de Blender, hecho que ayudará a acelerar el proceso de desarrollo de éste proyecto. 
 
Unity 3D Free es una plataforma de desarrollo que aportará las necesidades básicas para 
desarrollar este proyecto. Al ser una versión Free se inhabilitarán ciertas características 
(como la cantidad de luces incidentes o la cantidad de polígonos generables en una 
misma escena), sin embargo, no disponer de ellas no implica un producto final de calidad. 
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3. Análisis 
Una vez tenemos una visión completa de todos los componentes que forman Quake III, 
podemos empezar a desarrollar unos requerimientos específicos para nuestro proyecto. 
Dado a su gran personalización se restringirán componentes personalizables o incluso 
componentes del juego. 
 
- Armas: 
 
Existen 8 armas diferentes en el juego, cada una tiene un comportamiento 
distinto a las demás. En este proyecto implementaremos las 2 armas más 
famosas y utilizadas: 
 
o Lanza Cohetes: 
 
Esta arma dispara unos proyectiles (cohetes) que cuando sufren un 
impacto explotan causando un radio de explosión. Éste radio de 
explosión daña a los objetivos que estén dentro y además los 
empuja fuera de éste. Ésta explosión empuja al jugador que ha 
disparado el proyectil pero no le hace ningún tipo de daño, de esta 
manera este arma se convierte en una herramienta de salto extra 
si se dispara a los pies del propio jugador. 
 
 
 
 
 
 
 
 
 
 
 
 
 
En rojo, marcado la dirección del disparo. En verde marcado la distancia empujada por la explosión. 
 
Su capacidad de munición máxima son 10 cohetes, su velocidad de 
proyectil es lenta (esto permite esquivar misiles) y dispone de un 
daño moderado (incluso de  impacto directo). Entre disparo y 
disparo tiene un corto espacio de tiempo y sus cajas de munición 
son abundantes en todos los mapas. 
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o Rail Gun (Arma láser): 
 
La capacidad de daño de esta arma es el mayor de todo el juego 
(mata de un impacto), capaz de eliminar varios objetivos a la vez. 
Su tiempo entre disparos es muy elevado (permite un disparo cada 
3 segundos) y su munición es muy escasa. Tiene un cargador de 10 
disparos y se encuentra en pocos mapas de Quake 3. 
  
 
 
 
 
 
 
 
 
 
        Jugador sosteniendo el arma original de Quake III Arena 
 
 
- Objetos coleccionables: 
 
Ya que el juego original ofrece muchos tipos de coleccionables como 4 
tipos de paquetes de vida y 7 paquetes diferentes de munición se ha 
restringido a 1 paquete de vida y paquetes de munición correspondientes 
a las armas implementadas: 
 
 
o Vida: 
 
Al pasar por encima se activará un temporizador que hará 
reaparecer este paquete de vida. Una vez recogido, el personaje 
que haya pasado por encima recibirá una suma de vida (le añadirá 
vida hasta que tenga su máximo). 
 
 
o Munición: 
 
Se implementarán dos tipos diferentes de recolectables de 
munición, las cajas de proyectiles y las armas soltadas al suelo: 
 
 Las cajas de munición tendrán un tiempo para volver a salir en 
el juego una vez recogidas y se encontrarán  esparcidas por el 
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mapa oscilando en el aire. 
 
 
 
 
 
 
 
 
 Caja de munición hecha en Blender 
 
 Las armas soltadas en el suelo actuarán de la misma manera 
que las cajas, pero el modelo será el arma actual del juego. 
 
  
 
 
 
 
 
 
Una vez recogida la munición se sumará a la cantidad actual 
del arma correspondiente sin exceder el límite marcado por 
ésta misma. 
 
 
- Niveles (Arenas): 
 
Se implementará una versión del mapa The Longest Yard del juego Quake 
III en Blender, utilizando texturas similares a las originales. Incluiremos las 
diversas plataformas de salto que interactuarán de forma directa con las 
físicas del personaje. Para hacer el proyecto configurable, se desarrollara 
un objeto que permita especificar el vector aplicado al jugador que decida 
utilizarla. 
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    Plataformas de lanzamiento en el mapa The Longest Yard 
 
 
- Inteligencia artificial: 
En el modo Campaña del juego existen unos personajes con una 
inteligencia artificial que tomarán decisiones de maneras distintas 
según lo que hagan los jugadores. En este proyecto desarrollaremos 
una IA básica que tenga un BehaviourTree (o árbol de decisiones) el 
cual actúe según nuestra interacción con el entorno. 
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4. Diseño 
 
El diseño del proyecto se ha organizado en una arquitectura compuesta por cuatro grandes 
bloques que estructurará, simplificarán y flexibilizarán el proceso de diseño. 
 
 
 
 
 
    Fig. 4: Partes en las que se ha basado el desarrollo del proyecto 
 
4.1. Arquitectura del sistema 
 
Dado a la gran cantidad de requerimientos que se han especificado para el proyecto, se 
ha generado un gráfico el cual contiene todos los componentes necesarios junto a sus 
relaciones, sean éstas relaciones de interacción o simplemente de contención. Para el 
proceso de implementación de los componentes del proyecto se diseñado una estructura 
de relaciones entre objetos que mostrará los tipos de conexiones que se establecen entre 
ellos 
 
 
 
 
 
 
 
 
 
 
 
 
                    
                            Fig. 4.1: Estructura de los GameObjects de Quake III Arena – Unity Edition 
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A continuación se detallarán los componentes de cada uno de los bloques especificados 
en la figura 4.1, mostrando las relaciones que se han establecido entre los componentes 
del juego y su lógica requerida por el proyecto: 
 
- Motor físico: 
  
 
 
 
 
 
 
 
 
En este apartado se van a desarrollar los distintos efectos físicos que 
tendrán efecto en el juego. Cada una de estas partes tendrá una 
interacción con las demás de forma implícita, por ejemplo los personajes 
deberán interactuar con todos los demás componentes sin importar la 
situación en la que estén. Para ello se va a utilizar la física que Unity ofrece 
a los usuarios, de esta forma podremos personalizar cada una de las 
necesidades que los elementos expuestos arriba contienen. 
 
o Personajes: 
Los personajes dentro del juego contendrán una física que será la 
encargada de hacerlos mover en la dirección lógica y de manera 
sencilla. Utilizaremos el paquete “First Person Controller” que 
ofrece Unity para continuar con el desarrollo junto a comandos de 
transformación en el espacio del objeto requerido. 
 
o Gravedad: 
 
Esta parte será desarrollada parcialmente en todos los elementos 
del juego de manera indirecta ya que el propio motor físico de 
Unity nos permite establecer una física a todos los componentes 
que deseemos y ajustarla de manera personalizada. Una vez 
establecida podremos aplicarla o no a componentes del juego a 
nuestra elección, pudiendo evitar así el efecto parábola, por 
ejemplo, de los proyectiles. 
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o Ondas Expansivas: 
 
Estas Ondas Expansivas serán dadas a la colisión de los proyectiles 
y generarán una interacción real con los componentes que se 
hallen en su radio de acción. Para poder mover a los afectados se 
utilizarán las acciones que Unity ofrece sobre cuerpos físicos, como 
por ejemplo el “AddForce”, que nos pedirá un vector director en el 
cual deseemos aplicar dicha fuerza. 
 
 
o Plataformas: 
 
De la misma manera que actúan las ondas expansivas, estas 
plataformas tendrán su dirección de lanzamiento personalizada. 
De tal manera que se pueda editar fácilmente a voluntad del 
programador y haciendo posible la edición del nivel de manera 
creativa. Cada una de las plataformas actuará únicamente con los 
personajes y, pasivamente, hará uso de la gravedad para que los 
jugadores realicen la parábola real de un cuerpo lanzado al aire. 
 
 
- Motor gráfico: 
 
 
 
 
 
 
 
 
 
 
 
 
Como se observa en el gráfico superior, se desarrollarán 5 ramas 
diferentes que contendrán explícitamente los requerimientos pedidos en 
los puntos anteriores. Para ello se utilizará Blender para el modelo y se 
programarán sus scripts que le darán su lógica en la edición de nivel de 
Unity. 
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o Personajes: 
Se va a desarrollar una cámara que permita distinguir la 
localización del personaje en primera persona que permita su 
translación y rotación con el ratón. Ésta cámara se moverá junto al 
cuerpo del personaje y aportará al jugador el efecto deseado.  
Unity ofrece un sistema de cámaras para la renderización de la 
escena que junto al paquete de First Person Shooter permitirá 
cumplir ciertos requisitos de este apartado.  
Junto al personaje se incluirán diversas armas ya especificadas 
arriba y se diseñará su comportamiento gráfico. Para ello, a cada 
interacción del ratón (Click), se generará (o instanciará) un nuevo 
proyectil al que se le aplicará la lógica necesaria. 
 
Tanto al personaje como los proyectiles y sus armas deberán ser 
renderizados con unas texturas que ofrezcan un realismo 
utilizando blender y photoshop, que junto a la renderización de las 
cámaras de Unity permitirán la incisión de la luz provocando su 
visibilidad en la escena. 
 
 
o Entorno estático: 
Quake III ofrece un entorno inmersivo en el cual encontramos 
objetos los cuales no interactúan de manera física con el resto de 
componentes. Dado a la elección del nivel desarrollaremos 2 tipos 
de luces diferentes los cuales serán la base para la iluminación 
correcta del nivel. 
 
o Entorno interactivo: 
A diferencia del entorno estático, estos componentes reaccionarán 
a cambios en el entorno. Cada objeto dispondrá de un script que 
tendrá el acceso a alguna propiedad del jugador. Por ejemplo, las 
plataformas de lanzamiento accederán a la física del jugador para 
aplicarle una fuerza. 
 
 
 
 
 
 24 
 
o Pick-ups (objetos coleccionables): 
Los Pick-Ups se verán englobados en un solo script que pueda ser 
personalizado para actuar como se ha planteado en los requisitos. 
Tanto la vida como la munición interactuarán al contacto de ciertos 
elementos del juego (personajes) y quedarán inhabilitados un 
cierto tiempo, para ello se utilizará la unidad de edición de niveles 
de Unity el cual nos ofrecerá la posibilidad de habilitar la parte 
visual del objeto mientras que su lógica queda pausada un cierto 
tiempo. 
 
 
o Nivel: 
Se utilizarán los planos de The Longest Yard para generar un 
modelo de nivel parecido al objetivo, dado a que son plataformas 
se modelarán por separado y finalmente se juntarán en el editor 
de Unity. Dado a que Unity nos permite editar todo objeto en su 
entorno, no hay necesidad de tener un control sobre el tamaño de 
los objetos creados en Blender, una vez exportados se podrá 
personalizar el tamaño en todos los ejes. 
 
Todos los modelos renderizados por Unity tendrán un material base el cual se 
substituirá por unas texturas similares a las del juego original, para ello 
utilizaremos Blender y su sistema de mapeo de texturas UV Mapping [UVmpng]. 
 
- Motor IA: 
Uno de los modos de juego de Quake III contiene personajes controlados por 
una Inteligencia artificial que les hacen tomar decisiones en momentos 
decisivos del juego según las acciones del jugador. Ésta inteligencia puede 
cambiar y tomar decisiones más arriesgadas o menos según la dificultad que 
seleccionemos. 
 
Ésta IA contiene un árbol de comportamiento que ayudará en la toma de 
decisiones, la estructura analizada es la siguiente: 
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1- Patrullar una zona: 
A cada personaje controlado por una IA se le asignará una ruta por 
la cual irá moviéndose. El objetivo de patrullar una zona es activar 
el resto de eventos programados de la IA (explicados más abajo). 
Esta decisión se activará cuando la IA no detecte a un jugador en 
su campo de visión y se activará la animación de caminar durante 
la ruta de patrulla. 
 
2- Cazar al jugador: 
Si durante una patrulla el personaje detecta a un jugador en su 
campo de visión, pasará a ser perseguido de forma automática 
hasta que éste tenga suficiente rango como para ser atacado o 
hasta que el jugador evite el contacto visual. Ésta decisión generará 
en la IA una ruta hasta el jugador objetivo, si durante el 
movimiento el jugador objetivo muere o sale del rango de 
visualización de del personaje, la IA volverá al modo patrulla. 
Durante la caza a un jugador quedará activada la animación de 
correr en el modelo, aplicando así un aspecto visual correcto a la 
situación. 
 
3- Atacar al jugador: 
 
La IA será la encargada de tomar la decisión de continuar con la 
caza o pasar al estado de patrulla dependiendo de la proximidad al 
jugador, la salud tanto de la IA como del jugador o de la visibilidad 
entre estos dos componentes. Durante el ataque al jugador, se 
activará la animación de puñetazo o patada, aleatoriamente. Si la 
IA se queda sin puntos de salud, se desactivará su comportamiento 
durante un breve período de tiempo. 
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En todo momento, el personaje estará dotado de unas animaciones que 
serán lanzadas por la acciones escogida por su IA, en el gráfico superior se 
puede observar la relación Animación / Acción que provocará una interacción 
real con esta Inteligencia. 
 
 
- Interfaz de Usuario: 
La Interfaz de Usuario se dividirán en el menú principal y en la tabla de 
puntuaciones, ambas serán desarrolladas con objetos propios de la Interfaz 
que ofrece Unity.   
 
 
 
 
 
 
1- Menú: 
Este tendrá 3 opciones diferentes: Jugar The Longes Yard, Jugar A 
Happy Level y Salir del juego. Todas estas opciones se verán 
reflejadas con los botones de interfaz de Unity y controlaremos su 
comportamiento mediante scripts. 
 
2- Tabla de puntuaciones: 
 
La tabla de puntuaciones mostrará la información relevante de 
cada jugador, permitiendo así un control del estado global del 
juego (como la detección del jugador con más puntos, o el jugador 
que más haya muerto). Esta tabla de puntuaciones se mostrará 
cuando el jugador la active mediante una tecla o cuando el jugador 
muera y pase a activarse la cámara global. 
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5. Resultados y Simulaciones 
 
Durante el proceso de desarrollo se ha planteado el modelo de uso de Unity, esto significa 
que todo objeto en juego (o GameObject [GameObj] en Unity) contendrá unas 
propiedades u Scripts que harán que su lógica sea la deseada. 
Una vez se han especificado los GameObjects en el proyecto (figura 4.1), se debería 
conocer los tipos de relaciones tendrán entre ellos para poder programar su 
comportamiento. Junto a este  apartado se expondrán las diferentes maneras con las que 
se ha alcanzado los objetivos, especificando qué posibilidades había para escoger y el 
porqué de la elección. 
 
5.1. Componentes de Unity 
 
En gran medida, los objetos de este proyecto serán componentes físicos que 
interactuarán con los demás al tener un contacto entre ellos. Unity ofrece un sistema 
avanzado de detección de colisiones que cumplirá con las necesidades de desarrollo del 
proyecto. A continuación se expondrán los componentes que Unity ofrece y que son los 
que conformarán la base de todo objeto en juego: 
 
- Rigidbody: 
Si un objeto necesita ser movido o necesita que se le apliquen unas físicas, 
se le tendrá que asignar un RigidBody [RgdBdy]. Éste permitirá a los 
desarrolladores aplicarle una masa, una fricción y lo más importante, 
aplicarle la gravedad que esté configurada en el proyecto. 
 
 
 
 
 
 
 
                                         Éste rigidbody utilizará la gravedad y no rotará en ningún eje. 
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- Colliders: 
Los colliders [Clldrs] son la herramienta que aporta Unity para la detección 
de contacto ente ellos. Un objeto puede tener colliders diferentes si se 
usan como triggers (o disparadores) de eventos, pero solo podrá disponer 
de un solo collider que haga la función de cuerpo físico (produciendo el 
contacto con otros colliders, como el suelo y evitando su traspaso). 
 
 
 
 
 
 
 
 De izquierda a derecha: objeto con el modelo texturizado, objeto con su modelo junto a su caja de                
colisiones y objeto solo con la caja de colisiones. 
- Modelos (meshes): 
Al portar los modelos al editor de niveles desde Blender generará un 
objeto nuevo, éste objeto contendrá un Mesh Renderer. Éste mesh 
renderer hará que nuestra cámara pueda visualizar o no el modelo, 
dependiendo de si está activo o no y también se le podrán asignar unas 
texturas (materiales en Unity) o incluso decidir si éste objeto producirá 
sombras.  
 
 
 
 
 
   El Mesh Renderer de la caja de munición del LanzaCohetes. 
 
 
- Scripts: 
 
Cada GameObject podrá contener diversos scripts [Scripts] que le 
aportarán la lógica, estos scripts podrán acceder a otros scripts alojados 
en componentes del mismo GameObject o incluso podrán modificar los 
puntos nombrados anteriormente. 
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   El Mesh Renderer de la caja de munición del LanzaCohetes. 
 
- Transform: 
Dentro de cada GameObject siempre se generará un Transform [Trnsfrm]. 
Éste transform contiene la información necesaria para posicionarlo dentro 
del editor de niveles de Unity y se utilizará para variar, no solo su posición 
sino el tamaño de la caja que contendrá el objeto. 
 
5.2. Desarrollo de los requerimientos 
 
En el proceso de desarrollo de los objetos requeridos por el proyecto se ha alterado 
diversas veces todos sus componentes, a cada desarrollo interno se ha aplicado un 
cambio en el entorno para que fuese responsivo a acciones nuevas u objetos aun no 
implementados. En este aparatado se expondrán todos los componentes desarrollados 
en los apartados anteriores. 
 
Algunos de los resultados mostrados más adelante han requerido diversos sprints de 
desarrollo, ya que a medida que el proyecto iba evolucionando con mayores conexiones, 
iban surgiendo más requerimientos entre ellos. Para especificar estas iteraciones se han 
declarado una serie de contactos sobre un mismo objeto, mostrando la evolución de su 
lógica y la relación entre ellos. 
 
- Nivel: 
The longest yard es un nivel que contiene diversas plataformas que flotan 
en el espacio, para el proceso de desarrollo de estas plataformas se han 
utilizado diferentes imágenes del juego junto con Blender. 
Dada la planificación del proyecto y su limitación, se han desarrollado 
distintos niveles a los cuales se les ha ido editando el contenido y su lógica 
gradualmente. 
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o Primer contacto: 
En un primer contacto con Blender y Unity se ha desarrollado un 
nivel base para poder continuar el proceso de desarrollo de las 
otras partes de Quake. En este “mapa” no se han aplicado 
texturas pero sí se han generado puntos de luz mediante los 
objetos de Unity, estos puntos de luz se han colocado de una 
forma específica para poder iluminar todas las partes de las salas 
en un primer intento. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Como se observa en la figura superior, el exceso de luces dificulta 
en gran parte el rendimiento del juego y provoca (en la versión 
Free de Unity) que algunas luces emitan luz discontinua o incluso 
que no lleguen a renderizarse en los polígonos colindantes. 
 
o Segundo contacto: 
 
Una vez el proyecto ha avanzado y se han tenido en cuenta 
diferentes aspectos (de los que se hablarán más adelante), se 
desarrolló junto a imágenes reales del nivel un primer 
acercamiento a estructuras poligonales similares a las que se 
encuentran en  Quake  III. Junto a este nivel se han perfilado la 
cantidad de luces reduciendo a 6 su número y tratando de forma 
breve la cantidad de polígonos utilizados en ello.  
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Junto al diseño del mapa se han desarrollado lógicas de control 
de estados del personaje: 
 Out Of Map 
Una vez la base del mapa está establecida, se ha 
implementado un sistema de detección de “fuera 
del mapa”. Este sistema controla si algún personaje 
ha salido de la zona jugable del mapa, matándolo y 
asignándole un punto más a su marcador de 
muertes. 
 
 Spawn Points (puntos de renacimiento): 
 
Junto al mapa, se han generado diversos puntos 
donde el jugador renacerá de una vez muerto. De 
forma aleatoria se le asignará uno de los puntos. 
 
 
 
 
 
               
 
 
 
          En verde marcado el cubo de detección de “Out of level” 
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o Tercer contacto: 
A medida que el proyecto iba incrementando sus componentes 
lógicos iba surgiendo una carencia visual sobre todo el desarrollo. 
Una vez la parte lógica estaba ya en sus puntos finales, se diseñó el 
nuevo nivel utilizando una cantidad de polígonos inferiores y con 
una calidad de modelado superior. A la par, se implementaron 
texturas utilizando el UV Mapping de Blender: 
 
 UV Mapping: 
Blender ofrece la posibilidad de aplicar un desglose de 
polígonos en un plano para su texturización. Esto permite 
diseñar texturas específicas para las caras de los polígonos 
que permitan una ambientación más profunda de manera 
que el jugador tenga una experiencia visual más agradable. 
 
 
 
 
 
 
 
 
 
Video: https://www.youtube.com/watch?v=SCbSNw4j2rs 
 
Una vez los modelos tienen ya tienen sus texturas, se han 
importado al editor de niveles de Unity y se les ha añadido un Mesh 
Collider. Este collider se expande rodeando el modelo de forma 
exacta permitiendo así, que el jugador pueda caminar sobre todas 
las superficies del nivel. Una vez importado, se ha iluminado con 
una luz direccional que aportará la luz pasiva que necesitamos 
aplicar en todas las zonas del mapa y se han generado luces 
puntuales que recrearán el efecto de iluminación de foco. 
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En los requerimientos del juego se estableció un mapa alternativo para 
demostrar la facilidad de personalización en la que hemos estado trabajando, 
de manera que junto al mapa de The Longest Yard se ha añadido el mapa A 
Happy Level el cual tendrá un entorno menos agresivo con los jugadores que 
deseen. 
 
 
 
 
 
 
 
 
 
Problemas: 
Durante la importación del modelo a Unity, han surgido problemas 
diversos con las normales de los polígonos. Al utilizar efectos propios 
de Blender se alteraron las normales del modelo y al importarlo al 
editor de Unity, la cámara no renderizaba los polígonos adecuados,  
aporta un efecto de transparencia no deseado.  
 
También se han encontrado problemas al expandir y contraer el 
modelo en exceso desde el editor, esto afectaba al Collider y 
provocaba que las físicas que afectan al cuerpo no fueran precisas 
(jugador caminando a 1 metro del suelo, objetos enterrados en el 
subsuelo, etc.). 
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- Jugador: 
Durante del desarrollo del personaje se han elaborado dos grandes 
bloques, el primero utilizando el paquete de Unity (First Person Controller) 
y el segundo bloque personalizando los controles manualmente.  
 
o Primer contacto: 
En un primer momento, se implementó el paquete First Person 
Controller que le da al programador los primeros pasos del 
ambiente en primera persona. Al usar este paquete en Unity, se 
genera un objeto que contiene una cámara, un collider y una serie 
de scripts encargados de la traslación y el movimiento de la cámara 
y el GameObject “Player”. De esta manera nos encargamos en gran 
parte de los scripts de control del entorno. El control de la salud 
del jugador o de la munición fueron los primeros en ser 
programados dada la planificación junto a la lógica de control de 
los colliders correspondientes.  
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Una vez el personaje cumplía los primeros requisitos se pasó a 
desarrollar componentes externos a él que le afectarían de manera 
directa.  
 
Problemas: 
El primer problema con el paquete First Person Controller fue 
que la cámara rotaba libremente 360º e incumplía el standard 
de los juegos en primera persona (la cámara tiene un máximo 
de rotación en x que impide que la cámara de la vuelta sobre si 
misma).  Para evitar esto se ha implementado un control de los 
grados actuales de la cámara y se ha impedido el incremento o 
decremento en esos límites con la función propia de Unity 
“Clamp”. 
 
o Segundo contacto: 
 
En la elaboración de los elementos que interactúan de manera 
directa con el personaje surgió un problema dada la manera en la 
que el paquete First Person Controller controla el movimiento del 
personaje.  
Durante el desarrollo de las plataformas de lanzamiento hubo un 
fallo en las físicas cuando se intentaba aplicarle una fuerza al 
rigidbody del objeto jugador. Este fallo consistía en que el jugador, 
una vez propulsado por las plataformas, si se movía en el aire 
sobrescribía la velocidad de movimiento en vez de hacer un 
sumatorio de ella, parando al jugador en medio del aire y evitando 
cumplir el objetivo y la función lógica de las plataformas. Para 
solucionarlo, se desarrolló un nuevo paquete de control que no 
solo realizaba el sumatorio, sino que también controlaba el estado 
actual del jugador en el mundo. 
 
 Grounded(en suelo): 
 
Si el personaje se encuentra en medio de un salto o ha 
tocado una plataforma de lanzamiento, se activará este 
script que controlará sus físicas, ralentizando su posibilidad 
de movimiento en el aire e impidiendo que el movimiento 
sobrescriba la actual velocidad dada por una fuerza 
externa. 
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 Teleporting: 
 
Esta variable soluciona un error en el objeto del 
teletransportador, evitando que el jugador permanezca 
entre los dos puntos de forma infinita. 
 
 Dead (muerto): 
 
Se activará este estado si al comprobar la salud del 
personaje es inferior o igual a 0. En caso afirmativo 
inhabilitaremos el movimiento del personaje junto a la 
cámara y después de producir la animación de muerte, 
pasaremos a activar la cámara global e inhabilitar la del 
personaje durante un breve periodo de tiempo (a la vez 
mostraremos la tabla de puntuaciones). 
 
 
 
 
 
 
 
 
 
 
 
 
 
- Armas: 
En el proceso de programación del personaje, se vio afectado 
directamente el sistema de armas y de munición ya que en la primera 
versión del controlador no podía manipular diferentes municiones. 
Junto al desarrollo del nivel y del personaje principal se ha ido 
desarrollando las armas y su lógica, dejando al margen la parte visual en 
los primeros puntos y centrando el objetivo en las características de las 
armas y sus proyectiles. 
 
o Primer contacto: 
 
En los primeros puntos de la planificación de este proyecto se 
especifica el uso de un solo arma el cual tendrá las características 
típicas de un arma de fuego. Para este primer acercamiento se 
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generó un script el cual instanciaba delante del jugador el objeto 
“bulllet”, al cual se le aplicaba una fuerza a su rigidbody y al 
contacto detectaba si era un objetivo (restándole vida) y 
destruyéndose al contacto con cualquier superficie. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
De izquierda a derecha: vista de la cámara en estado idle, el clic instancia un proyectil, se aplica 
una fuerza proyectil que lo empuja en la dirección donde el jugador está mirando. 
 
o Segundo contacto: 
 
Durante el desarrollo del personaje se aplicaron cambios en la 
lógica de las armas, ya que en un principio solo tenía una y en los 
requerimientos se especificó que debería tener 2 armas 
intercambiables con munición independiente. 
Para ello se generó un script de control en el objeto de personaje 
que habilitaba o inhabilitaba las armas a selección del usuario  
(mediante el botón numérico 1 para el Lanza cohetes y el 2 para el 
Rayo láser). Una vez este script estaba en funcionamiento y se 
podía  alternar entre los dos primeros modelos de armas, se les 
aplicó la lógica característica de cada una. Todas las armas 
desarrolladas tienen un comportamiento en común, la generación 
de los proyectiles y la estructura de su GameObject. 
 
 Comportamiento común: 
 
Las armas desarrolladas tienen una munición máxima y una 
mínima que permitirá controlar las acciones sobre estas, 
permitiendo o no disparar y/o la recolección de sus 
respectivas municiones. Dentro de estas armas se 
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especificará la fuerza que se le aplicará a los proyectiles 
cuando se instancien. 
 
 Proyectiles: 
Ambos proyectiles disponen de un rigidbody que activará 
un evento en cuanto entre en contacto con algún objeto. 
Este contacto provocará en un personaje o IA que acceda a 
su script de vida disminuyendo su salud actual o incluso 
“matándolo” y asignando los puntos especificados. 
 
Estos proyectiles serán diseñados en Blender e importados 
a Unity como objetos pre-fabricados, de esta manera cada 
vez que generemos el objeto deseado contendrá siempre 
la misma estructura lógica y física (tanto los scripts como 
las físicas aplicadas). 
 
 Estructura GameObject: 
 
Las armas se han asignado directamente como objetos 
hijos de la cámara para incrementar la eficiencia del código, 
ya que la rotación de la cámara afectará directamente a los 
modelos de las armas haciendo innecesario el cálculo de la 
rotación del ratón y su aplicación en los modelos por 
separado. 
Cada GameObject de arma contendrá un modelo generado 
por Blender, un AudioSource (o fuente de sonido) y un 
punto de instanciación de proyectiles en el extremo del 
modelo del arma. 
 
 
 
 
 
 
 
 
 
 
o Tercer contacto: 
 
Una vez desarrollada la lógica base tanto de los proyectiles 
como de sus armas, se pasó a ampliar su aspecto visual y a 
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implementar la lógica especial del cohete (el radio de explosión 
y sus consecuencias). 
 
 Cohete: 
Dada la necesidad de tener un radio de explosión en el 
punto de impacto del cohete, se han generado dos cajas de 
colisiones diferentes que se activan y se desactivan según 
el momento dado. 
 
En la instanciación del cohete se activa la colisión de 
contacto y se mantiene desactivada la caja de radio de 
explosión, una vez el cohete impacta en una superficie se 
invierten las colisiones activas y se comprueba dentro del 
radio de explosión si se encuentra algún objeto Jugador. En 
caso afirmativo se le aplica una fuerza en sentido contrario 
de la dirección generada entre el objeto colisionado y el 
centro del radio de explosión. 
 
 
 
 
 
 
 
 
 
 
 
 
 
La esfera en verde claro es la caja de colisión del proyectil y en verde oscuro el radio de 
explosión que se activará cuando el Cohete tenga contacto con alguna superficie. 
 
 Texturas: 
Se ha generado un modelo de alto diseño para el 
Lanzacohetes, ya que es el arma más reconocida por los 
jugadores de Quake III. Esta arma se ha dividido en 3 
sectores para poder texturizarla de forma simple en 
Blender. 
 
 
 
 
 40 
 
 
 
 
 
 
 
 
 
 
 
 
Problemas: 
 
El proyectil del lanzacohetes explotaba instantáneamente al ser 
instanciado dado a que la caja de colisiones que contiene el objeto para su 
debida lógica, tenía contacto con la segunda caja de colisión asignada a su 
radio de explosión. Para solucionarlo se ha activado un flag en las 
propiedades de los objetos de Unity que permite la detección (o no) de los 
cuerpos con tags en común. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
- Plataformas y objetos coleccionables: 
Los objetos requeridos que interactúan con el personaje contienen un 
script de relación a contacto con los colliders, este contacto dará efecto si 
el objeto tiene como tag (o nombre) uno especificado (como por ejemplo 
“Player” en nuestro objeto jugador). 
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o Plataformas de lanzamiento: 
Estas plataformas aplican al rigidbody del objeto del jugador una 
fuerza especificada como un vector director. Ya que utilizará este 
sistema en diferentes plataformas, se ha generado un pre-
fabricado al que lo único que se tiene que editar para hacerlo 
funcional es aplicarle el vector deseado en sus variables públicas 
del script. 
 
 
 
 
 
 
 
 
 
 
 
Como se ha explicado en el punto de desarrollo del personaje, una 
vez las plataformas tenían un comportamiento lógico surgió un 
error en el personaje que impedía el movimiento continuo una vez 
proyectados por la fuerza de las plataformas. 
 
o Teletransportadores: 
El script de teletransporte actuará al contacto del jugador, 
moviendo su posición global del juego a la seleccionada en las 
variables públicas del script. Para hacerlo más sencillo, se ha 
desarrollado el script para que la salida sea un objeto del editor de 
niveles de Unity.  
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En la imagen superior se observa el collider del teletransporte que 
accionará el script si el objeto que ha tomado contacto es un 
jugador o una IA. Al asignar otro teletransporte como salida se 
generó un error que provocaba que el personaje se quedara 
teletransportándose entre ambos puntos infinitamente. Para 
evitarlo se generó una variable en el script de personaje que 
controlaba si estaba en estado de teletransportación, evitando así 
el continuo movimiento. 
 
o Objetos Coleccionables: 
 
En los requerimientos del juego se especificaron diversos objetos 
que interactuaban con el personaje añadiéndole o quitándole 
propiedades. Para hacer el proyecto más portable y sencillo a 
posibles futuros desarrolladores se ha implementado un script 
llamado “BehaviourObject” al que, una vez asignado a un modelo, 
podía pasar a ser cualquier tipo de objeto coleccionables (vida, 
munición o incluso puntos de jugador). 
 
 
 
 
 
 
 
 
 
 
En la imagen superior se observa el modelo de caja de salud con su 
collider, y a la derecha se puede observar las propiedades 
asignadas a este. Una vez el objeto ha sido recolectado, pasa a 
estar inhabilitado durante un cierto tiempo (Time To Respawn, en 
la imagen de la derecha), durante ese tiempo ese objeto no podrá 
volver a ser recogido, tampoco tendrá un modelo visual ni físico 
hasta que vuelva a aparecer. 
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- Tabla de puntuaciones: 
El funcionamiento de la tabla de puntuaciones se basa en la actualización 
en tiempo real del componente global según acciones consideradas. Dada 
la escala del proyecto se ha implementado una tabla que permite el 
control de las puntuaciones de forma flexible  y escalable para diferentes 
jugadores. 
 
 
 
 
 
 
 
 
Esta tabla contendrá un listado vacío de elementos “Player List Entry”, 
estos elementos son arrays de información de texto que se irán 
actualizando a medida que los jugadores interactúen. En la imagen 
superior se puede observar los pasos de actualización de éste elemento: 
 
o Estructura de la tabla: 
 
Una vez el juego da lugar, se generará un objeto global que 
contiene información de la estructura que obtendrá la información 
del juego. En este proyecto se ha reducido esta estructura a: 
 44 
 
Nombre de jugador, número de jugadores eliminados y veces 
muerto. 
 
o Generación de elementos: 
Una parte de esta estructura contiene un elemento “Panel” propio 
de Unity al cual se le irán asignado elementos de control de 
puntuación propios de cada jugador. A cada instancia de un 
componente Jugador (específicamente, el script de control de 
salud) que se genere en la escena, se creará un nuevo elemento en 
la tabla de forma automática. 
 
o Edición de componentes: 
Se ha añadido a la lógica de los Coleccionables un apartado que da 
la posibilidad de otorgar puntos al recoger objetos del nivel u 
eliminar objetivos. Para aplicar este cálculo se ha editado el 
comportamiento de los proyectiles y se ha añadido nuevas 
propiedades al objeto Player: 
 
 Player: 
Se ha añadido al script del objeto Jugador una variable que 
contendrá el nombre, de esta manera se podrá controlar y 
gestionar quien ha obtenido los puntos. 
 
 Proyectiles: 
Se ha editado el funcionamiento de los scripts de los 
proyectiles para que éstos contengan el nombre del 
jugador que ha disparado. De esta manera al producir una 
muerte se podrá editar la tabla de puntuaciones asignando 
la muerte al responsable del hecho. 
 
Problemas:  
En el proceso de implementación de la tabla de puntuaciones se han 
detectado dos grandes problemas: 
 
1- Objeto puntuación global: 
 
Dado a la futura posibilidad de implementar un juego multi-jugador 
se ha tenido en un primer momento constancia de que un objeto 
al que accedan todos los jugadores puede dar muchos problemas. 
En concreto, si la tabla es compartida globalmente y un jugador 
accede a su visualización, hará que a todos los demás jugadores se 
 45 
 
les visualice en pantalla también, produciendo un comportamiento 
erróneo.  
 
2- Rendimiento del juego: 
En un primer contacto con la tabla de puntuaciones se ha hallado 
una disminución del rendimiento dado a la gran cantidad de veces 
a las que se accede a la representación en cámara. Para evitar el 
problema se ha implementado un sistema de actualización de 
datos únicamente accesible en el momento que se haya producido 
un cambio en algún elemento de la tabla. 
 
 
 
 
 
 
 
 
Las estadísticas de ambos métodos: a la derecha con el control de cambios implementado se observa 
un rendimiento más elevado de los hilos (1.8ms menos de uso). 
 
 
 
 
 
 
 
 
 
 
- Inteligencia artificial: 
 
Para la elaboración de la inteligencia artificial se ha utilizado el paquete 
RAIN de Unity, un paquete externo a Unity gratuito que ofrece una gestión 
de sucesos cercanos al objeto altamente personalizable. Para la detección 
de estos sucesos, RAIN ofrece un sistema de sensores capaces de detectar 
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cambios en elementos que rodeen a la IA gestionada. En el desarrollo de 
este proyecto se ha utilizado únicamente el sensor visual el cual se ha 
personalizado para que cumpla con los requerimientos. 
 
 
 
 
 
 
 
 
 
 
 
 
 
En color rosa el sensor visual de detección del jugador y en verde el sensor de distancia de ataque 
 
Una vez importado el modelo enemigo en el proyecto, se le ha aplicado 
un objeto RAIN el cual lo dotará de un componente con una interfaz de 
usuario que permitirá la gestión de su IA. 
 
Una vez creados los sensores requeridos se ha pasado a gestionar su 
comportamiento en el editor de niveles: 
 
o Detección del jugador: 
Para la detección del jugador se ha asignado un elemento del 
paquete RAIN al objeto Player, este elemento hará la función de 
lanzar una interrupción en los sensores activándolos o 
desactivándolos pudiendo así gestionar el comportamiento del 
enemigo. 
En el árbol de comportamiento (o BehaviourTree) se han 
establecido ciertas rutinas de comprobación sobre los sensores.   
 
 
 
PlayerIsNear: Si este sensor se activa, la IA pasará a correr 
hacia el objeto jugador.   
PlayerIsAtMeleeRange: Este sensor será se activará si un 
jugador se encuentra a la distancia suficiente para recibir 
un ataque. 
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o Gestión del comportamiento: 
La IA comprobará a cada actualización de la escena el estado de los 
sensores, decidiendo así que acción realizar. Como se ha 
especificado en la parte de diseño, la IA tendrá 3 bloques de 
reacción:  
 
 Patrulla (patrol): 
Este nodo permanecerá activado si los sensores no 
detectan a un jugador. El comportamiento de la IA será 
patrullar una zona mediante WayPoints [wypnts] (o puntos 
de ruta) que generaremos mediante el paquete RAIN. 
 
 
 
 
 
 
 
 
 
El comportamiento de esta decisión se basa en mover el 
enemigo entre los puntos establecidos esperando salir de 
ese estado por una acción externa, sea por que el sensor ha 
detectado a un jugador o por que el enemigo no tiene 
puntos de salud.  
 
Para poder implementar el conjunto de WayPoints, se 
necesita establecer unas superficies por las que la IA pueda 
realizar el desplazamiento, para ello se ha generado un 
objeto propio de RAIN llamado NavigationMesh [NvMsh]. 
Este objeto produce una superficie calculada donde la IA 
pueda trazar sus rutas hasta el objetivo. 
 
 
 Caza (chase): 
 
Si en una de las comprobaciones el sensor de proximidad 
del enemigo se activa, pasaremos a ejecutar la lógica de 
caza. El enemigo se acercará directamente al objetivo 
jugador a no ser que éste salga de su sensor o el enemigo 
se quede sin salud. 
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 Ataque (attack): 
 
Si  un jugador entra en el radio del sensor de ataque, el 
enemigo pasará a cometer un ataque letal. Activará las 
colisiones y enviará mediante el script de ataque, la resta 
de los puntos correspondientes al jugador. 
  
 
Problemas: 
IA se basa en la comprobación en paralelo de los sensores y posteriormente la 
selección de uno de los 3 nodos posibles. Al ser un nodo selector solo optará por 
una de las opciones, en concreto solo aceptará la primera que sus acciones 
resulten positivas. 
Al establecer los requerimientos de los nodos se han hecho exclusivos, de modo 
que solo se accederá a un nodo por cada iteración. De esta manera se evitarán 
problemas de coordinación como ocurre si intentamos activar el nodo ataque sin 
la exclusión.  
También se detectó que una vez se activaba el modo ataque a nuestro jugador, 
permanecía en ese bucle hasta que el personaje cambiaba de posición dando un 
error de acceso al script. Para evitar este problema se aplicó un flag de muerte en 
el personaje, de manera que para evitar este problema se coordinó la 
comprobación del flag de muerte del personaje evitando así su reiteración 
innecesaria. 
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5.3. Valoración económica 
 
Durante el desarrollo de este proyecto se han utilizado todas las herramientas gratuitas 
posibles, abaratando así el coste general de producción. Por otra parte, se ha tenido 
constancia del coste de programación y diseño para realizar la aproximación a un 
presupuesto real. 
 
En un principio vamos a identificar los roles necesarios para llevar a cabo el proyecto. 
De esta manera se podrá comprobar el papel de cada uno y la planificación de estos 
mismos. 
- Rol de los componentes: 
A continuación se mostrarán que tipo de roles intervendrán en la 
producción del proyecto. Se ha de tener en cuenta pueden intervenir más 
roles de los que se exponen a continuación, por ejemplo, un animador que 
no incluiremos en esta valoración. 
 
o Analista: 
Este analista será el encargado de evaluar las tecnologías que se 
usarán en el desarrollo de este proyecto, de manera que su 
participación se verá afectada desde un inicio. Este rol tendrá la 
funcionalidad de consultor, que indicará las pautas de desarrollo a 
seguir. 
 
o Técnico programador: 
Este perfil será el responsable de tener en cuenta el entorno de 
elaboración del proyecto. El lenguaje utilizado en el desarrollo es 
C#, un lenguaje ampliamente utilizado en la actualidad que dispone 
de herramientas (o librerías) externas para su desarrollo.  
 
o Diseñador: 
La función de este rol se basará en el modelaje y el diseño de toda 
la parte visual del juego. Este perfil tendrá en cuenta el entorno de 
diseño similar a Quake III, junto al requerimiento de diseñar 
modelos con una cantidad de polígonos baja ya que utilizaremos la 
versión Free de Unity. 
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- Coste de producción: 
Una vez especificados los perfiles que actuarán en el proyecto junto a la 
información de la planificación temporal, podemos valorar que coste nos 
añade el tiempo de aplicación de los integrantes del proyecto. En una 
primera aproximación hemos establecido el coste de cada rol con los 
siguientes precios: 
 
 Analista: 50€  / hora 
 Técnico programador: 25€  / hora 
 Diseñador: 25€  / hora 
 
En la elaboración del proyecto se han invertido cerca de unas 300 horas 
divididas entre los roles a partes proporcionales.  
 
 Analista: 50€ * 50 Horas = 2500€ 
 Técnico programador: 25€ * 175 Horas = 4375€ 
 Diseñador: 25€ * 75 Horas = 1875€ 
 
El coste aproximado de producción del juego desarrollado es de 8750€, un coste de 
producción que no incluye ni licencias de los programas, ni el coste de elaboración de la 
idea objetivo, ya que al ser una portabilidad ya existen todos los requisitos especificados. 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 51 
 
6. Conclusión del proyecto 
 
Desarrollar un videojuego implica una buena coordinación entre todas las partes 
involucradas, incluso siendo yo solo el único programador de este proyecto he tenido en 
diversas ocasiones problemas entre requerimientos no previstos en la planificación.   
Después de haber cursado Ingeniería del software y haber experimentado una pequeña 
parte del desarrollo de un videojuego, quise continuar esa experiencia en este proyecto.  
Antes de desarrollarlo, mi mentalidad hacia los videojuegos estaba centrada en las 
especificaciones generales que los caracterizan. Sin embargo, durante toda la evolución 
he ido dándome cuenta sobre la importancia que tiene una buena planificación y sobre 
todo la importancia que tiene conocer previamente el ámbito de trabajo. Una buena 
planificación y una buena división del trabajo hacen un producto final con una buena 
calidad.  
Gracias a Unity se han podido manipular diversas veces requisitos del juego sin alterar la 
funcionalidad y la lógica del resto del proyecto. Un ejemplo de esta situación es la 
evolución del personaje principal, en un principio el paquete externo que facilitaba Unity 
cumplía con los requisitos pero más tarde, a medida que se iban expandiendo las 
relaciones y se creaban componentes nuevos este paquete dejó de cumplir las 
necesidades y tuvo que ser descartado, dejando paso a un nuevo script. 
Después de haber trabajado en este ámbito y ver lo que implica desde un punto de vista 
más específico, me gustaría elaborar un proyecto mayor, donde la gente pueda disfrutar 
y ver que detrás de algo tan entretenido, siempre hay un gran equipo trabajando para 
cumplir un mismo objetivo.  
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7. Manuales 
 
Se han especificado dos manuales diferentes según lo que el usuario decida hacer con el 
programa. Si el usuario quiere utilizar el proyecto solo como plataforma de juego deberá 
hacer uso del manual de jugador, en caso de que el usuario decida personalizar el 
proyecto con componentes nuevos o editar la lógica de algún objeto deberá referirse al 
manual de programador. 
 
 
7.1. Manual de jugador 
 
Si la necesidad de uso de este proyecto se basa en el análisis superficial o simplemente  
se quiere usar como ocio, se deberá proceder a la ejecución del proyecto desde su 
ejecutable. 
 
Para ello se tendrá que acceder a la carpeta “Quake 3 Arena – Unity Edition” que se 
adjunta en proyecto. Una vez allí, se pasará a descomprimir los dos archivos que contiene 
la carpeta referenciada al jugador (este paso es obligatorio, si no se extraen 
correctamente los archivos o quedan corruptos no se asegura una buena funcionalidad 
del proyecto). 
 
 
 
 
 
 
 
 
 
Una vez extraídas las carpetas no se debe eliminar la carpeta “_Data” del lugar de compresión 
ya que ésta es la que contiene toda la lógica del proyecto. Como último paso sólo resta 
ejecutar el archivo con extensión “.exe” junto a la carpeta nombrada anteriormente. 
En el menú principal habrán diferentes opciones que permitirán seleccionar uno de los mapas 
que se han implementado, en caso de no estar conformes con la selección se ha 
implementado un “Ir al menú principal” al pulsar la tecla de Escape (o “Esc”). 
Una  vez dentro del mapa seleccionado, se utilizarán las teclas de dirección (o las teclas 
“WASD”) para el movimiento del personaje y el ratón para controlar la dirección de la cámara. 
Con las teclas numéricas se seleccionará que arma se desea tener activa y con el botón 
izquierdo del ratón se dispararán los proyectiles (si se dispone de munición). También tenemos 
la opción de hacer saltar al jugador con la barra espaciadora, que lo impulsará brevemente 
hacia el aire permitiendo un control menor de sus movimientos). 
 53 
 
7.2. Manual de programador 
 
En caso de querer personalizar el contenido del proyecto, será necesario la instalación de 
la plataforma Unity 3D, versión 4. Este proyecto se ha desarrollado en Unity 4.6.4, no se 
garantiza su funcionamiento en versiones posteriores a esta. 
http://unity3d.com/get-unity/download/archive 
 
 
Para descargar Unity 3D es necesario acceder a su página web donde ofrecen las 
diferentes versiones disponibles del software. En concreto, se seleccionará la pestaña 4.x 
que hace referencia a Unity 3D V4. 
 
 
 
 
 
 
 
 
 
 
 
Una vez en el repositorio de Unity, se seleccionará la versión Unity 4.6.4 y se escogerá la 
plataforma con la que se desee trabajar. En el ejemplo siguiente se ha elegido Windows 
para mostrar los pasos de instalación. 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Una vez la descarga ha finalizado el único paso restante es proceder a la instalación de la 
plataforma haciendo clic en su ejecutable. En el menú de instalación preguntará si el 
usuario está de acuerdo con los términos de aceptación, una vez aceptada nos dará la 
opción para seleccionar qué componentes se desean instalar junto a Unity. Lo único 
necesario para poder continuar con las herramientas es el MonoDevelop, el entorno de 
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desarrollo de Unity. Una vez seleccionadas estas opciones, ofrecerá al usuario elegir 
dónde guardar la carpeta de instalación de Unity, una vez elegida la localización se 
instalará en la máquina. 
 
Una vez Unity está instalado en el ordenador, lo único que resta es cargar el proyecto 
mediante la plataforma. Para ello una vez abierto Unity, se seleccionará del menú “File”, 
“Open Project” y se seleccionará la carpeta Quake III Project adjunta a los archivos de este 
proyecto. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
En caso de querer editar las escenas, se accederá a la opción Open Scene desde el mismo 
menú File, donde permitirá navegar por los ficheros del proyecto. Una vez allí, se tendrá 
que buscar una subcarpeta llamada Scenes, donde se encuentran todas las escenas 
creadas de desarrollo. 
Si se quisiese editar algún modelo o textura de la escena, sería necesario instalar Blender, 
para ello se tendrá que acceder a la página web oficial y descargar su instalador. 
El proyecto ha utilizado la versión 2.73 de Blender, pero dado al soporte que tiene este 
programa, es posible utilizar la versión más actualizada sin ningún problema.  
 
https://www.blender.org/download/  
 
Una vez allí, se seleccionará la descarga que sea compatible con el ordenador donde se 
quiera utilizar, en este caso vamos a descargar el instalador de Blender en 64bit para 
Windows. 
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Durante el proceso de instalación nos permitirá seleccionar los componentes a instalar 
de Blender, la única opción necesaria de estas es la de abrir los archivos “.blend” con 
Blender, ya que así desde el mismo Unity nos permitirá abrir los modelos sin necesidad 
de buscar sus rutas específicas en Blender. 
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9. Anexos 
Durante todo el desarrollo del proyecto se ha utilizado la plataforma YouTube para 
mostrar una serie de videos donde se puede observar la evolución de todas las partes 
comentadas en esta memoria. 
Para hacer de la reproducción algo más sencilla se han introducido todos los videos en 
una lista de reproducción: 
 
https://www.youtube.com/watch?v=ALBjJnFltdw&index=1&list=PLC
hjB7oZwIkA5uRYwkHsbnu24OnSqsNbc 
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