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Opetuksessa käytetty materiaali on tyypillisesti muuttumatonta, jonka sisäl-
töön tai toimintaan ei pysty vaikuttamaan. Muun muassa oppikirjat, luen-
tokalvot, kuvat ja videot ovat esimerkkejä muuttumattomista opetusmate-
riaaleista. Nykyään muuttumattomien materiaalien lisäksi on mahdollista
luoda materiaalia, joiden sisältö ja toiminta mukautuvat niille annettujen
syötteiden mukaisesti. Esimerkiksi Khan Academy1 on webissä toimiva kou-
lutusjärjestö, jonka ohjelmointikursseilla web-pohjainen järjestelmä analysoi
opiskelijan suoritustasoa ja analysoinnin perusteella tarjoaa opiskelijalle so-
pivia tehtäviä.
Tietokoneet ja ohjelmointi ovat mahdollistaneet interaktiivisten ja dy-
naamisten oppimisjärjestelmien kehittämisen, joita käytetään yhä enemmän
tietojenkäsittelytieteen opetuksessa. Perinteisten opetusmateriaalien tuke-
na käytetään siis järjestelmiä, jotka mukauttavat toimintaansa käyttäjän
syötteen perusteella, antavat käyttäjälle palautetta ja tarjoavat erilaisia inte-
raktiivisia mekanismeja. Interaktiivisten mekanismien ansiosta käyttäjä voi
kommunikoida järjestelmän kanssa, mikä mahdollistaa oppimisen monipuoli-
sen interaktion ja omatoimisen kokeilun kautta [16]. Tällaisia järjestelmiä
nimitetään älykkäiksi oppimisjärjestelmiksi. Erilaisten älykkäiden oppimis-
järjestelmien kirjo on laaja, joihin lukeutuu niin visualisointi- ja simulointi-
työkalut kuin myös automaattisia arviointi- ja tuutorointijärjestelmiä sekä
oppimisympäristöjä.
Älykästä oppimisjärjestelmää käyttäessään opiskelija voi omatoimisesti
opiskella järjestelmän opettamaa aihetta. Interaktion lisäksi älykkäiden
oppimisjärjestelmien etuna on muun muassa niiden saatavuus, tiedon
visualisointi, käyttäjän ohjaus ja automaattinen arviointi. Siinä missä
lähiopetukseen varattu aika on rajoitettua, älykkäät oppimisjärjestelmät
ovat usein aina saatavilla ja siten käytettävissä. Visuaalisuus on etu, koska
ihminen on hyvä prosessoimaan visuaalista tietoa. Esimerkiksi
visualisointijärjestelmät tarjoavat abstrakteille käsitteille, kuten
tietorakenteille, selkeän esitysmuodon, joka edesauttaa opiskelijaa
ymmärtämään käsitteet. Vastaavasti esimerkiksi arviointi- ja
tuutorointijärjestelmät ohjaavat käyttäjää kohti ratkaisua tai ilmoittavat
mikä käyttäjän ratkaisussa on pielessä. Käyttäjän ohjaus vähentää tarvetta
tukeutua opettajiin ja ohjaajiin, jotka eivät välttämättä ole aina
tavoitettavissa. Automaattisen arvioinnin etuna on taas opettajien
työtaakan väheneminen ja kurssin skaalautuvuus. Opiskelijamääriä ei
tarvitse rajoittaa suhteessa kurssihenkilöstön määrään, vaan
arviointijärjestelmät huolehtivat osittain tai kokonaan opiskelijoiden
vastauksien tarkistamisesta ja pisteyttämisestä. Kokonaisuudessaan älykkäät
oppimisjärjestelmät monipuolistavat opiskelijalle tarjottua opetusta.
1https://www.khanacademy.org
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Tässä tutkielmassa annetaan määritelmä älykkäille oppimisjärjestelmille,
joista luonnehditaan niiden ominaispiirteet. Tutkielman osana tehdyn syste-
maattisen kirjallisuuskatsauksen perusteella tarkastellaan millaisia älykkäitä
oppimisjärjestelmiä on olemassa, mikä niiden käyttötarkoitus on ja minkälai-
sessa opetuksessa niitä sovelletaan. Lopuksi tarkastellaan kartoitettujen jär-
jestelmien toteutustapoja. Vaikka älykkäitä oppimisjärjestelmiä käytetään
kaikenlaisessa opetuksessa, tässä työssä järjestelmien tarkastelu on rajattu
vain tietojenkäsittelytieteen opetuksessa käytettyihin järjestelmiin.
Työn rakenne on seuraava: luvussa 2 esitellään käytetty tutkimusmene-
telmä aineiston keräämiseksi, tutkimuskysymykset, millaisia järjestelmiä kar-
toitettiin ja miten niiden hakua rajattiin. Luvuissa 3-6 kerrotaan eri tyyppi-
sistä oppimisjärjestelmistä ja jokaisessa luvussa on koottu aliluvuiksi yleisiä
opetusaiheita, joissa eri tyyppisiä järjestelmiä hyödynnetään. Esimerkiksi vi-
sualisointijärjestelmiä käytetään paljon ohjelmoinnin alkeisopetuksessa. Kul-
lekin opetusaiheelle esitellään niille sopivia esimerkkijärjestelmiä, joita ai-
neistosta havaittiin. Järjestelmät, joita ei tutkielman luvuissa 3-6 esitellä, lis-
tataan liitteissä A, B, C ja D. Luvussa 7 tarkastellaan aineistosta kerättyjen
älykkäiden oppimisjärjestelmien teknistä toteutusta. Toteutusta tutkitaan
katsomalla kuinka eri järjestelmissä tietyt ominaisuudet toteutuvat, kuten
esimerkiksi web-pohjaisuus. Lopuksi luku 8 on yhteenveto.
1.1 Älykkään oppimisjärjestelmän määritelmä
Älykkäiden oppimisjärjestelmien keskeisimmät piirteet ovat dynaamisuus ja
interaktiivisuus [16]. Dynaaminen järjestelmä reagoi käyttäjän antamiin
syötteisiin ja palauttaa jonkin tulosteen syötteen perusteella.
Interaktiivisuudella tarkoitetaan tiedon vaihtoa järjestelmän ja käyttäjän
kesken. Tiedon vaihto on tyypillisesti kolmivaiheinen prosessi, joka koostuu
käyttäjän antamasta syötteestä, järjestelmän tekemästä prosessoinnista
syötteen perusteella ja prosessoinnin tuloksesta, joka näytetään käyttäjälle.
Syöte, prosessointi ja tuloste ovat mielenkiintoisia ominaisuuksia, koska
näiden ominaisuuksien perusteella pystytään mittaamaan järjestelmän
älykkyyttä. Esimerkiksi mitä kustomoidumpi tuloste on, sitä älykkäämpi
järjestelmä on.
Järjestelmälle annettava syöte voi olla joko etukäteen määriteltyä (esi-
merkiksi simuloinnissa erilaisia operaatioita tekevät napit), vapaamuotoista
(esimerkiksi ohjelmakoodi) tai jotain siltä väliltä. Syötteen tarkoituksena on
kontrolloida järjestelmää.
Järjestelmän tekemä syötteen prosessointi tuottaa jonkin tuloksen. Pro-
sessointia sanotaan itsenäiseksi, jos järjestelmä tekee kaiken laskennan omil-
laan. Jos taas järjestelmä välittää annetun syötteen toiselle, ulkoiselle järjes-
telmälle, käyttäen tämän palveluita hyväkseen saadakseen tuloksen, ei järjes-
telmän prosessointi ole itsenäistä. Tässäkin tapauksessa prosessointi voi olla
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siltä väliltä eli järjestelmä saattaa osittain tehdä laskennan itse ja tietyissä
asioissa käyttää apuna ulkoisia palveluita.
Tuloste on järjestelmän antama vastaus käyttäjälle. Tuloste generoidaan
käyttäjän antaman syötteen perusteella ja se voi olla joko geneerinen, kusto-
moitu tai siltä väliltä. Geneerinen tuloste näyttää aina samalta kontekstista
tai käyttäjästä riippumatta. Esimerkiksi, jos kyseessä on järjestelmä, joka
tarkistaa ohjelmointitehtävien ratkaisun ja opiskelija lähettää järjestelmälle
väärän ratkaisun, järjestelmä palauttaa geneerisen ”Väärin!”-viestin opiskeli-
jalle joka kerta. Kustomoitu tuloste sen sijaan ottaa huomioon käyttäjän ja
kontekstin. Esimerkiksi opiskelijan tehdessä tehtävän väärin, järjestelmän pa-
lauttama tuloste osaa ohjata opiskelijaa ja kertoa missä päin ohjelmaa vika
on.
1.2 Älykkäiden oppimisjärjestelmien luokitukset
Älykkäitä oppimisjärjestelmiä on paljon erilaisia, mutta eri järjestelmät jaka-
vat samankaltaisia ominaisuuksia tai niiden toiminnallisuus ja lähestymista-
vat opettaa asioita muistuttavat toisiaan. Järjestelmille on olemassa erilaisia
luokituksia, joille seuraavaksi annetaan määritelmät. Tämän työn pohjana
käytetään artikkelien [16, 54] määrittelemiä luokituksia eri järjestelmille, joi-
den perusteella määritellään tässä tutkielmassa käytetty luokittelu älykkäille
oppimisjärjestelmille.
Brusilovskyn ja kumppaneiden artikkelissa ”Increasing Adoption of
Smart Learning Content for Computer Science Education” puhutaan
dynaamisesta ja interaktiivisesta oppimissisällöstä [16]. Oppimissisältö
jaotellaan seuraavasti:
1. Ohjelmien ja algoritmien toimintaa havainnollistavat visualisointityö-
kalut.
2. Algoritmeja ja ohjelmia simuloivat työkalut, joissa käyttäjä pystyy
tekemään simulointioperaatioita graafisella käyttöliittymällä.
3. Automaattiset arviointityökalut, jotka pitävät kirjaa opiskelijoiden
tehtävävastauksista ja pisteyttävät ne.
4. Ohjelmointityökalut, joissa kirjoitetaan ohjelmakoodia.
5. Ongelmanratkaisuun perustuvat työkalut, joissa opiskelija oppii käsit-
teitä ratkaisemalla aihepiiriin liittyviä ongelmia.
6. Sosiaaliset navigointijärjestelmät, joissa opiskelija näkee itsensä ja
muiden opiskelijoiden edistymisen oppimateriaalin suhteen.
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Vastaavasti Pearsin ja kumppaneiden artikkelissa ”A Survey of Literatu-
re on the Teaching of Introductory Programming” annetaan yleisluokittelu
erilaisista työkaluista, joita on kehitetty aloitteleville ohjelmoijille [54]. Työ-
kalut jaotellaan lähes samalla tavalla kuin edellä mainitussa artikkelissa:
1. Visualisointityökalut
2. Automaattiset arviointityökalut
3. Ohjelmointiympäristöt, jotka jakautuvat edelleen kahteen luokkaan
(a) Ohjelmoinnin oppimista tukevat työkalut
(b) Mikromaailmat, joissa ohjelman suorituksen tilaa havainnolliste-
taan mikromaailman sisältämien konkreettisten objektien visuaa-
lisilla tiloilla. Mikromaailma voi olla virtuaalimaailma tai aito re-
aalimaailman ympäristö.
4. Muut työkalut, joihin lukeutuvat esimerkiksi
(a) Plagiarismin tunnistusjärjestelmät
(b) Älykkäät tuutorointijärjestelmät
Näiden artikkelien perusteella tässä työssä älykkäät oppimisjärjestelmät
jaetaan simulointi- ja visualisointityökaluihin, automaattisiin arviointijär-
jestelmiin, älykkäisiin tuutorointijärjestelmiin, ohjelmointiympäristöihin ja
oppimispeleihin. Ohjelmointiympäristöihin lukeutuu artikkelin [54] mukaises-
ti myös ohjelmoinnin oppimista tukevat työkalut. Jokaisesta luokituksesta
annetaan tulevissa luvuissa tarkempi määritelmä ja esitellään kunkin luoki-
tuksen alle sopivia järjestelmiä. Lopulliseen luokitteluun päädyttiin kerätyn
aineiston perusteella, josta löytyi eniten edellä mainittujen kaltaisia järjestel-
miä. Seuraavassa luvussa kerrotaan käytetty tutkimusmenetelmä aineiston
keräämiseksi ja esitellään tutkimuskysymykset. Tämän lisäksi kuvaillaan mi-
ten kerätyt järjestelmät kartoitettiin, minkälaisia järjestelmiä löydettiin ja
minkälaiset järjestelmät jätettiin työstä pois.
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2 Tutkimusmenetelmä
Tämän tutkielman tarkoituksena on tutkia vuosina 2009–2014
SIGCSE-konferenssissa julkaistuja artikkeleita ja niistä löydettyjä älykkäitä
oppimisjärjestelmiä sekä niiden käyttöä tietojenkäsittelytieteen opetuksessa.
SIGCSE2 on tietojenkäsittelytieteen opetukseen keskittynyt yhdistys, johon
kuuluu yli 2600 jäsentä. Tarkastelu rajautui pelkästään
SIGCSE-konferenssin julkaisuihin, koska kyseinen konferenssi on suuri (noin
1300 osallistujaa vuosittain), joten julkaistuja artikkeleita on oletetusti
lukuisia ja niiden aihealueet ovat monipuolisia. Järjestelmät kartoitettiin
käyttäen systemaattista kirjallisuuskatsausta. Systemaattinen
kirjallisuuskatsaus vastaa mahdollisimman hyvin etukäteen määriteltyihin
tutkimuskysymyksiin käyttäen järjestelmällistä ja eksplisiittistä menetelmää
sopivan aineiston tunnistamiseksi ja valitsemiseksi. Kirjallisuuskatsauksen
tavoitteena oli kartoittaa artikkeleita, joissa esiteltiin älykkäitä
oppimisjärjestelmiä ja niiden soveltamista käytännössä.
2.1 Tutkimuskysymykset
Tässä tutkielmassa vastataan seuraaviin tutkimuskysymyksiin:
1. Mitä älykkäät oppimisjärjestelmät ovat?
(a) Miten järjestelmät toimivat ja mitä ne yrittävät opettaa?
2. Millaisia älykkäitä oppimisjärjestelmiä on julkaistu vuosina 2009–2014
SIGCSE-konferenssissa?
(a) Miten järjestelmien toteutustavat ovat muuttuneet 5 vuoden ai-
kana?
(b) Mitä toiminnallisuuksia ja ominaisuuksia moderneissa älykkäissä
oppimisjärjestelmissä on?
2.2 Aineiston keruu
Oppimisjärjestelmien löytämiseksi haettiin julkaistuja artikkeleita vuosilta
2009–2014. Artikkelit etsittiin ACM-tietokannasta, jossa haku rajattiin
SIGCSE-konferenssin julkaisuihin. Läpikäytäviä artikkeleita oli yhteensä 799
kappaletta. Julkaistut artikkelit käytiin manuaalisesti läpi. Jokaisesta
artikkelista tarkasteltiin otsikkoa ja tiivistelmää. Otsikosta tutkittiin
esiintyykö siinä jonkin järjestelmän, työkalun tai sovelluksen nimi. Lisäksi
tarkasteltiin antoiko otsikko ymmärtää jonkinlaisen järjestelmän esittelystä
tai käytöstä. Näiden asioiden perusteella luettiin tiivistelmä. Jos
2http://www.sigcse.org
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tiivistelmästä paljastui, että artikkelin aiheena on opetuskäyttöön tehdyn
järjestelmän esittely tai käyttö, valikoitui artikkeli aineistoon.
Järjestelmistä rajattiin pois sellaiset järjestelmät, jotka eivät ominaisuuk-
siltaan soveltuneet minkään aiemmin mainittujen luokitusten alle. Lisäksi
ensisijaisesti haettiin artikkeleita, joissa esiteltiin järjestelmää eikä tuloksia
järjestelmän käyttämisestä. Jos artikkelissa järjestelmän esittely jäi puutteel-
liseksi, keskittyen vain sen käytöstä saatuihin tuloksiin, artikkelia ei valittu
aineistoon.
Yhteensä 799 artikkelista löydettiin älykkäiksi oppimisjärjestelmiksi
luokiteltavia ohjelmia kokonaisuudessaan 86 kappaletta. Näistä karsiutui
yhteensä 29 järjestelmää, koska ne eivät sopineet luvussa 1.2 määriteltyjen
luokitusten alle. Hylättyihin järjestelmiin lukeutuivat muun muassa fyysiset
alustat, robotit, apukirjastot, sovelluskehykset, ohjelmointikielet,
käyttöjärjestelmät ja yleiskäyttöiset opetusjärjestelmät, joita ei ole
ensisijaisesti suunnattu tietojenkäsittelytieteen opetukseen. Jäljelle jääneistä
57 järjestelmästä tarkastettiin milloin ne ovat julkaistu. Jos artikkelissa ei
erikseen määritelty milloin järjestelmä on kehitetty, tarkasteltiin
mainittiinko artikkelissa milloin järjestelmää on sovellettu opetuksessa. Jos
tätäkään asiaa ei mainittu, oletettiin järjestelmän olevan julkaistu samana
vuonna kuin artikkeli. Näiden valintaperusteiden mukaisesti jäljelle jääneistä
järjestelmistä ainakin 11 kappaletta on varmuudella kehitetty ennen vuotta
2009. Määriteltyjä luokituksia vastaavia älykkäitä oppimisjärjestelmiä
vuosilta 2009–2014 löytyi siten yhteensä 46 kappaletta. Taulukkoon 1 on
listattu tiedot kuinka paljon eri luokituksiin sopivia järjestelmiä löydettiin
ja mikä niiden suhteellinen osuus on kaikista 46 järjestelmästä. Taulukosta
nähdään, että ohjelmointiympäristöt sekä simulointi- että
visualisointijärjestelmät ovat yleisimpiä älykkäitä oppimisjärjestelmiä.
Luokka Määrä Osuus
Simulointi- ja visualisointijärjestelmät 21 0.46



















(d) Onko järjestelmä web-pohjainen?
(e) Kerääkö järjestelmä tietoa käyttäjästä?
(f) Vaatiiko tai ehdottaako järjestelmä rekisteröitymistä?
Järjestelmien tietoihin liittyviä muuttujia käytetään luvuissa 3-6, jois-
sa annetaan tarkemmat kuvaukset luvussa 1.2 määritellyille luokitteluille.
Luvuissa esitellään yleisimpiä opetusaiheita, joissa eri tyyppisiä järjestelmiä
käytetään. Jokaista opetusaihetta kohti esitellään muutamia kyseisessä ope-
tusaiheessa käytettyjä järjestelmiä. Esimerkiksi luvussa 3 esitellään visuali-
sointijärjestelmiä, jotka ovat suunniteltu ohjelmoinnin alkeisopetukseen. Jär-
jestelmän esittelyyn kuuluu kuvaus järjestelmän nimestä, luokittelusta, käyt-
tötarkoituksesta, opetuskäytöstä ja mistä järjestelmän voi mahdollisesti löy-
tää.
Loput järjestelmät ovat liitteiden A, B, C ja D sisältävissä taulukoissa.
Taulukoista ilmenee jokaisen kerätyn järjestelmän luokitus, nimi, julkaisu-
vuosi ja tietoa muutamista yleispiirteisistä ominaisuuksista. Nämä ominai-
suudet ovat web-pohjaisuus, rekisteröinti, tiedonkeräys, prosessointi, syöte ja
tuloste. Järjestelmän tietoihin on merkitty kuinka tietty ominaisuus järjestel-
mässä toteutuu. Järjestelmien ominaisuuksiin liittyviä tietoja tarkastellaan
luvussa 7, jossa näiden tietojen perusteella tutkitaan kuinka järjestelmien
toteutustavat ovat muuttuneet vuosien 2009–2014 välisenä aikana.
Järjestelmät, jotka esitellään tulevissa luvuissa on valittu siten, että
valitut järjestelmät eroavat toisistaan ja siten esittelevät monipuolisesti
millaisia järjestelmiä yhteen luokitukseen sisältyy. Eri luokituksissa esitettyjen
järjestelmien joukossa on muutama järjestelmä, jotka ovat julkaistu jo ennen
vuotta 2009, koska tarkoituksena on tarkastella yleisluontoisesti millaisia
erilaisia järjestelmiä on olemassa ja antaa kokonaiskuva näiden järjestelmien
eroavaisuuksista.
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3 Simulointi- ja visualisointijärjestelmät
Simulointi- ja visualisointijärjestelmät ovat yleisiä oppimisjärjestelmiä. Simu-
lointi on todellisuuden jäljittelyä keinotekoisesti [7]. Simulaatio on proses-
si, jossa luodaan malli olemassaolevasta tai teoreettisesta ilmiöstä. Mallin-
nuksen avulla ymmärretään tekijät ja säännöt, joiden varassa ilmiö toimii ja
sillä voidaan ennustaa ilmiön käyttäytymistä. Usein simulaatio suoritetaan
tietokoneella. Esimerkiksi voidaan simuloida tietokoneen toimintaa mallinta-
malla sen arkkitehtuuri, joka koostuu monista komponenteista, kuten suorit-
timesta, näytönohjaimesta ja niin edelleen. Simuloinnin tuloksena saadaan
kuvia, taulukoita, kaavioita, tulosteita tai arvoja.
Simuloinnin tarve kasvoi toisen maailmansodan myötä, joka itsessään
edisti tietokoneiden kehitystä [41]. Esimerkiksi Yhdysvaltain armeija halusi
tehostaa ballististen laskelmien tuottamista, jotta tykistöjen kasvavia am-
musvarastoja saatiin nopeammin kulutettua. Laskelmien nopeuttamiseksi
kehitettiin 1940-luvulla ENIAC-tietokone, jolla laskelmia pystyttiin suorit-
tamaan. Yhä monimutkaisemman ja tehokkaamman simuloinnin tarve on
kulkenut käsi kädessä tietokoneiden kehityksen kanssa [41]. Simulointijär-
jestelmien kehityksen historia itsessään on jaettu yhteensä viiteen tarkasti
määriteltyyn ajanjaksoon [26, 41]. Nämä ajanjaksot ovat:
• 1955–1960 - Simulointimallinnuksia tuotetaan
FORTRAN-ohjelmointikielellä.
• 1961–1965 - Simulointiin tarkoitetut ohjelmointikielet saapuvat mark-
kinoille (esimerkiksi GPSS, SIMSCRIPT, GASP ja SIMULA I).
• 1966–1970 - Tietokoneiden nopean kehityksen myötä simulointikielien
toteutuksen painopiste siirtyy tehokkuuden sijasta käytettävyyteen.
Aiemmista simulointikielistä julkaistaan selkeämmät, parannetut
versiot (esimerkiksi GPSS/360, SIMSCRIPT II).
• 1971–1978 - Simulointikielet kehittyvät yhä laajemmiksi ja toiminnalli-
suuksiltaan monipuolisemmiksi. Tällä ajanjaksolla kehitettiin ensim-
mäiset simulointiohjelmat, joissa mallintaminen tapahtui interaktiivi-
sessa ja visuaalisessa ympäristössä (esimerkiksi GPSS/Norden).
• 1978–1986 - Simulointiohjelmat leviävät useammalle alustalle, kuten
pöytäkoneille (esimerkiksi SLAM ja SIMAN).
• 1987– Nykyistä ajanjaksoa kuvaa parhaiten simulointijärjestelmien
graafisen käyttöliittymän kehitys ja järjestelmien kehittäminen web-
pohjaisiksi.
Tietojenkäsittelytieteen opetuksessa simulointijärjestelmillä havainnollis-
tetaan opiskelijoille esimerkiksi tietokoneen tai algoritmien toimintaa. Työka-
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luilla opiskelija voi tyypillisesti tutkia tietokoneen tai koodin rakennetta, teh-
dä kokeiluja ja siten oppia lisää käsiteltävästä aiheesta. Simuloinnin avulla
voidaan tutkia vaihtoehtoisia tapoja ilmiöiden toteuttamiseen ja käyttäyty-
miseen ilman, että kokeiluja tarvitsee tehdä aidoilla järjestelmillä [65]. Täten
simulointijärjestelmät tarjoavat turvallisen ympäristön kokeiluun ja oppimi-
seen.
Simulointijärjestelmät käyttävät usein visualisointia hyväkseen. Visuali-
soinnilla luodaan tilanteesta, tapahtumasta tai prosessista graafinen esitys,
jonka tarkoituksena on esittää tietoa katsojan ymmärtämässä muodossa [33].
Erilaisia visualisointikeinoja ovat kuvat, animaatiot tai kaaviot. Visualisoin-
nista on hyötyä niin abstraktien kuin konkreettistenkin ilmiöiden ja asioiden
esittämiseen.
Visualisointijärjestelmiä on kehitetty jo 1970-luvulta alkaen [67]. Esimer-
kiksi vuonna 1979 on julkaistu järjestelmä nimeltä Basic Programming, joka
oli integroituna Atari 2600-tietokoneeseen. Järjestelmälle syötetään BASIC-
ohjelmakoodia, mikä käy läpi lausekkeiden evaluoinnin yksityiskohtaisesti
[67]. 1980-luvulla kehitettiin edistyneempiä järjestelmiä, joilla ohjelman suo-
ritusta käytiin läpi askeleittain ja muuttujien tiloista pidettiin kirjaa. Myö-
hemmin samana vuosikymmenenä kehitettiin visualisointijärjestelmiä, jotka
visualisoivat ohjelman suorituksen tilaa 2D-grafiikkaa hyödyntäen, tästä esi-
merkkinä vuonna 1988 julkaistu Amethyst [67]. 1990-luvulla visualisointijär-
jestelmiä kehitettiin yhä pidemmälle. Ohjelmien suoritusta pystyi käymään
läpi askel kerrallaan sekä palaamaan suorituksen aikaisempiin tiloihin. Oh-
jelman edellinen ja nykyinen tila visualisoitiin rinnakkain. Yleisesti ottaen
visualisoinnin tarkkuus, monimuotoisuus ja visualisointikeinot ovat kehitty-
neet ja ohjelman tilasta kyetään näyttämään yhä enemmän erilaista tietoa.
Lisäksi visualisointijärjestelmät kykenevät nykyään visualisoimaan mielival-
taista koodia. Hyvä visualisointijärjestelmä ottaa huomioon värien ja äänien
käytön, käyttöliittymän sommittelun ja interaktiivisuuden [49].
Tietojenkäsittelytieteessä ohjelmistojen visualisointi on aktiivinen tutki-
musala, jossa tutkitaan tapoja ja tekniikkoja algoritmien, ohjelmakoodien ja
niiden suorittamisesta saatavan tulosteen staattiseen ja dynaamiseen esitys-
tapaan [36]. Tutkimuksen ja visualisoinnin tavoitteena on edistää ohjelmien
ymmärtämistä. Esimerkiksi algoritmin esittäminen animaationa on tapa ha-
vainnollistaa sen toimintaa. Ero animaation ja graafisen simulaation välillä
on se, että simulaatio tuottaa visuaalisen esityksen tarkkojen malliin perus-
tuvien laskelmien pohjalta. Animaatio taas voidaan tuottaa mielivaltaises-
ti ilman, että se pohjautuu mihinkään teoreettisiin laskelmiin. Animaatiota
voidaan käyttää simulaation tukena.
Visualisointijärjestelmät ovat tietojenkäsittelytieteen opetuksessa yleisiä
ja niitä on kehitetty paljon. Esimerkiksi Juha Sorvan väitöskirjassa ”Visual
Program Simulation in Introductory Programming Education” esitellään 40
erilaista visualisointityökalua [67]. Visualisointijärjestelmät helpottavat
käyttäjän itsensä ja muiden kirjoittaman koodin ymmärtämistä ja niistä on
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apua virheiden paikantamisessa. Visualisointijärjestelmistä on myös hyötyä
abstraktien asioiden esittämisessä, joilla ei ole selvää graafista esitysmuotoa.
Esimerkkejä abstrakteista asioista ovat erilaiset ohjelmointikonseptit,
tietorakenteet ja algoritmit [54]. Abstraktien käsitteiden hahmottaminen voi
olla haastavaa, jos visualisointia ei ole. Työkalujen avulla abstrakteille
asioille annetaan esitysmuoto ja tapa käsitellä niitä.
Simulointi- ja visualisointijärjestelmien sanotaan olevan interaktiivisia,
jos käyttäjä pystyy hallitsemaan ja muokkaamaan järjestelmien esittämää
tietoa reaaliajassa. Interaktiivisessa animaatiossa käyttäjä pystyisi esimerkiksi
pysäyttää animaation ja kelata sitä eteen- tai taaksepäin. Käytännössä
monet simulointi- ja visualisointijärjestelmät ovat interaktiivisia. Käyttäjälle
tarjotaan tapa hallita ohjelman suoritusta ja toimintaa, jotta käyttäjä voi
omatoimisesti tutkia ja tehdä kokeiluja asian ymmärtämiseksi. Jos käyttäjällä
ei ole keinoja vaikuttaa simulaatioon tai visualisointiin, ei tällaisia työkaluja
voida mieltää älykkäiksi järjestelmiksi interaktion puuttumisen johdosta.
Seuraavaksi esitellään kerätyn aineiston perusteella kolme yleisintä ope-
tusteemaa, joissa simulointi- ja visualisointijärjestelmiä sovelletaan. Nämä
teemat ovat ohjelmoinnin alkeisopetus, tietorakenteiden alkeisopetus ja tieto-
koneen toiminnan opetus.
3.1 Ohjelmoinnin alkeisopetus
Aloitteleville ohjelmoijille on haasteellista ymmärtää ohjelmakoodin yhteys
sen suoritusaikaiseen toimintaan [14, 37]. Opettajat havainnollistavat tyy-
pillisesti ohjelman suoritusta luentokalvoilla tai piirtämällä kuvia taululle.
Kalvot vaativat paljon valmistelua ja kuvien piirto on kömpelöä sekä vir-
healtista [37]. Käsin piirtämällä on vaikeaa palata ohjelman suorituksessa
edelliseen tilaan, jos piirtämiseen käytettävissä oleva tila on rajoittunut.
Ohjelmoinnin alkeisopetuksessa käytetään visualisointijärjestelmiä autta-
maan opiskelijoita ymmärtämään ohjelmakoodia ja koodin suoritusaikaista
käyttäytymistä [14, 37, 67]. Visualisointijärjestelmät sallivat omatoimisen
opiskelun ja keventävät opettajien työtä. Tyypilliseen visualisointijärjestel-
mään sisältyy graafinen käyttöliittymä, jossa on kaksi näkymää: toisessa esi-
tetään ohjelmakoodi ja toisessa visualisoidaan ohjelmakoodin suoritusaikais-
ta tilaa [67]. Visualisoinnin ansiosta ohjelman toimintaa on helpompi ym-
märtää ja visualisoinnista on myös apua virheiden paikantamisessa.
3.1.1 Online Python Tutor
Online Python Tutor3 on web-pohjainen Python-ohjelmakoodin visualisoin-
tisovellus [37]. Sivuston sisäänrakennettuun editoriin kirjoitetaan Python-
koodia, jota ohjelma visualisoi käyttäjän ohjastamana rivi kerrallaan. Ohjel-
man sen hetkisestä tilasta näytetään muuttujat, niiden arvot, funktiot ja nii-
3http://pythontutor.com
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den mahdolliset paluuarvot. Ohjelman tilan visualisoinnin voi jakaa muille
ja käyttäjät voivat tarkastella koodia samanaikaisesti, jakaen saman istun-
non. Lisäksi Online Python Tutorin pystyy upottamaan muille sivustoille
käytettäväksi. Työkalun tavoitteena on havainnollistaa aloitteleville ohjel-
moijille miten ohjelmakoodin staattinen, tekstuaalinen esitysmuoto kuvau-
tuu sen dynaamiseen, ajonaikaiseen suoritukseen. Kuvassa 1 on työkalun nä-
kymä.
Kuva 1: Online Python Tutor [37]
3.1.2 PyLighter
PyLighter4 visualisoi Python-ohjelmakoodin ja sen suoritusaikaisen käyttäy-
tymisen suhdetta [14]. Toisin kuin Online Python Tutor, PyLighter ei visua-
lisoi ohjelman tilaa, vaan ohjelmaa suoritettaessa se värittää suoritettavan
koodirivin reaaliajassa. Värityksellä kestää jonkin aikaa haihtua, jolloin käyt-
täjä pystyy havaitsemaan mielenkiintoisia kohtia, kuten koodinpätkiä, joita
suoritetaan usein. Kuvassa 2 näkyy kuinka PyLighter ajaa Tetris-peliä värit-
täen suoritettavia koodirivejä. Työkalulla voi aukaista useamman tiedoston
omille välilehdilleen. Kukin välilehti väritetään mikäli kyseisessä tiedostossa
suoritetaan koodia. Suoritusnopeutta on mahdollista säädellä reaaliaikaises-




PyLighter on muita vastaavanlaisia järjestelmiä yksinkertaisempi, koska
se vain värittää suoritetut koodirivit sen sijaan, että visualisoisi ohjelman ti-
laa kuvin tai kaavioin. Yksinkertaisuus tekee sen käyttöön ottamisesta kurs-
seille helpompaa, koska PyLighterin käyttö ei vaadi uusien käsitteiden opet-
telemista. Lisäksi se kykenee visualisoimaan mielivaltaista Python-koodia,
kun taas jotkut kuviin ja kaavioiden generointiin perustuvat visualisointityö-
kalut ovat rajoittuneempia sen suhteen millaista koodia voidaan suorittaa ja
siten visualisoida.
Kuva 2: PyLighter monitoroi Tetris-pelin suoritusta [37].
3.2 Tietorakenteiden alkeisopetus
Tietorakenne tarkoittaa tietokokoelman organisointia, johon liittyy joukko
tietokokoelmaa käsitteleviä ja muokkaavia operaatioita [63, s. 4]. Tietoraken-
teita käytetään etenkin suurten tietomassojen järjestämiseen tavalla, jolla
tiedon tallennus, hakeminen ja tiedolle suoritettavat operaatiot tapahtuvat
mahdollisimman nopeasti. Eri tietorakenteet soveltuvat erilaisiin käyttötar-
koituksiin. Opetuksessa tietorakenteita tyypillisesti esitellään opiskelijoille,
tietorakenteiden tehokkuutta mitataan ja lisäksi havainnollistetaan eri tieto-
rakenteiden kelpoisuutta osana erilaisten ongelmien ratkaisua.
Visualisointijärjestelmiä käytetään tietorakenteiden alkeisopetuksessa ha-
vainnollistamaan tietorakenteita opiskelijoille graafisesti sekä osoittamaan
miten tietorakenteiden operaatiot vaikuttavat käsiteltävään tietoon [18, 52].
Tietorakenteiden visualisointijärjestelmät vaihtelevat kattavuudeltaan ja ai-
healueiltaan. Ne keskittyvät opettamaan joko yhtä tai useampaa tietoraken-
netta tai tietyn tyyppisiä rakenteita, kuten kekoja. Ilman järjestelmiä opetta-
jat tyypillisesti esittelevät tietorakenteita piirtämällä. Piirtäminen on kuiten-
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kin hidasta, virhealtista ja kömpelöä, koska esimerkiksi aikaisempaan tilaan
palaaminen vaatii kuvan uudelleenpiirtämistä edellyttäen, että kuvia ei ole
etukäteen piirretty. Visualisointijärjestelmät mahdollistavat tietorakenteiden
graafisen esittämisen nopeasti ja operaatioiden vaiheittaisen suorituksen ani-
maation keinoin. Täten rakenteiden esittely on tarkkaa ja havainnollistavaa.
Työkalut ovat usein opiskelijoille saatavilla, jolloin he voivat opiskella tieto-
rakenteita ja niiden toimintaa itsenäisesti.
3.2.1 CSTutor
CSTutor on tietorakenteiden piirtämiseen, animointiin ja ohjelmointiin tar-
koitettu visualisointijärjestelmä [18]. Työkalulla toteutetaan tietorakenteita
sekä käsin piirtämällä että ohjelmoimalla. Valmiiksi määriteltyjä piirtoele-
menttejä ei ole, vaan CSTutor tunnistaa tietynlaiset itse piirretyt kuviot ja
generoi niistä automaattisesti tietorakenteeseen liittyvää koodia. Vastaavasti
koodin kirjoittaminen päivittää piirroksen vaiheittaisella animaatiolla. Työ-
kalu tukee linkitettyjä listoja, binäärihakupuita, AVL-puita ja kekoja. Esi-
merkiksi linkitetyn listan solmut piirretään suorakulmioina ja yhdistetään
piirretyillä viivoilla, kuten kuvasta 3 nähdään. Käyttäjä voi suorittaa piir-
retylle tietorakenteelle operaatioita erilaisilla eleillä, esimerkiksi binääriha-
kupuussa solmun suttaaminen poistaa solmun. Piirtämisen seurauksena tie-
torakenteelle generoitu ohjelmakoodin toteutus on katseltavissa rinnakkain
piirtonäkymän kanssa ja koodia voi muokata. CSTutor on tarkoitettu tieto-
rakenteiden ja algoritmien kurssia käyville opiskelijoille havainnollistamaan
tietorakenteiden oikean toteutuksen ja visuaalisen esityksen suhdetta.
3.2.2 iSketchMate
iSketchMate on splay-puiden visualisointijärjestelmä [52]. Ohjelmalla
luodaan splay-puita ja puille suoritetaan erilaisia operaatioita. iSketchMate
koostuu kolmesta paneelista, jotka ovat suunnittelupaneeli, animaatiopaneeli
ja tilapaneeli. Suunnittelupaneelissa puu luodaan joko tyhjästä solmu
kerrallaan, valmiilla syötteellä tai generoidaan satunnaisesti. Kuvassa 4 on
näkymä työkalun suunnittelupaneelista. Generoinnissa lisäasetuksina
voidaan asettaa solmujen määrä ja niiden arvoväli. Animaatiopaneelissa
puulle suoritetaan erilaisia operaatioita: solmun lisäys, poisto tai etsiminen.
Operaatiot suoritetaan vaiheittain animoituna. Tilapaneelissa on listaus
suoritetuista operaatioista, joita tarkastelemalla näkee puun tilan kyseisen
operaation suorittamisen johdosta. Vanhan tilan voi tarvittaessa palauttaa.
iSketchMate on tarkoitettu pääsääntöisesti opettajille. Työkalu korvaa käsin
tehtävän piirtämisen, jolloin opettaja voi keskittyä puihin liittyvien asioiden
demonstroimiseen.
13
Kuva 3: CSTutorin piirtonäkymä. Käyttäjä on piirtänyt linkitetylle listalle
kaksi solmua. [18]
3.3 Tietokoneen toiminnan opetus
Simulointijärjestelmiä käytetään laajasti tietokoneen arkkitehtuurin ja sen
matalan tason toiminnan opettamiseen [11, 15, 30, 60, 61]. Simulaattorit
mallintavat oikeita tietokoneita, niiden komponentteja (esimerkiksi
prosessoreita), niihin liittyviä käsitteitä, kuten aktivaatiotietueiden ja
rekisterien toimintaa tai symbolisen konekielen käsittelyä. Tietokoneen
toiminnan opetuksessa simulaattorit ovat edullisia ja käteviä opetuksessa,
koska oikeita tietokoneita ei aina ole saatavilla tai niiden hankinta on
kallista. Lisäksi tietokoneiden arkkitehtuurit ovat monimutkaisia, kun taas
simulaattoreilla voidaan mallintaa yksinkertainen arkkitehtuuri
tietokoneesta. Simulointijärjestelmät mahdollistavat turvallisen tavan tehdä
kokeiluja eristetyssä ympäristössä ja tarkkailla miten toiminta muuttuu, kun
arkkitehtuuriin tekee muutoksia.
3.3.1 IASSim
IASSim5 on IAS-tietokonetta simuloiva ohjelma [30]. IAS-tietokone noudat-
taa Von Neumann -tietokonearkkitehtuuria, jolle ohjelmoidaan suoraan kone-
kielellä. Von Neumann -arkkitehtuurista poiketen IASSim kuitenkin tarjoaa
symbolisen konekielen, jolla käyttäjät kirjoittavat ohjelmia koneelle. Raken-
teeltaan IASSim on yksinkertainen: rekistereitä on 7, joista ohjelmoijalle on
5http://www.cs.colby.edu/djskrien/IASSim/
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Kuva 4: iSketchMaten suunnittelupaneeli [52].
käytössä kaksi rekisteriä. Käskykanta on pieni, koostuen vain 22 käskystä.
Muistia on 4096 sanan verran, yksittäinen sana vie 40 bittiä.
Ohjelmassa on kolme keskeistä näkymää: muistinäkymä, rekisterinäky-
mä ja tekstieditori. Muistinäkymässä tarkastellaan koneen muistiosoitteiden
sisältöjä. Rekisterinäkymässä listataan kaikki käytössä olevat rekisterit ja
niiden sisällöt. Sisäänrakennetussa tekstieditorissa kirjoitetaan symbolisella
konekielellä ohjelmia. Ohjelmakoodia voi tarvittaessa suorittaa rivi kerral-
laan, jolloin näkee miten muistiosoitteiden ja rekisterien sisällöt muuttuvat
komentojen suorittamisen jälkeen. Kuvassa 5 kirjoitettua ohjelmaa on suori-
tettu kahden komennon verran. IASSim:n avulla opiskelija saa näkemystä
kuinka tietokone toimii ja oppii matalan tason ohjelmointia.
3.3.2 LC3uArch
LC3uArch on LC-3 –tietokonetta (Little Computer 3) simuloiva sovellus [15].
LC-3 on hypoteettinen tietokone, jonka tarkoituksena on opettaa tietokoneen
arkkitehtuurin ja matalan tason ohjelmoinnin keskeisimmät piirteet. LC-3:n
käskykanta koostuu 15 eri tyyppisestä käskystä eli se on verrattain pieni.
Kuten IASSim, myös LC-3 noudattaa Von Neumann -tietokonearkkitehtuuria.
Simulaattorilla voi suorittaa LC-3 –konekielellä tai symbolisella konekielellä
tehtyä koodia ja tarkastella sekä muokata rekisterien sisältämiä arvoja. Sen
olennaisena tarkoituksena on auttaa opiskelijoita ymmärtämään LC-3:n
mikroarkkitehtuuria.
LC3uArchilla on kaksi tapaa simuloida ohjelman suoritusta: kellopuls-
si kerrallaan tai käsky kerrallaan. Kellopulssi-asetuksella simulaattori suo-
rittaa toimenpiteet, jotka tapahtuisivat yhden kellopulssin aikana. Vastaa-
vasti käsky-asetuksella suoritetaan ne toimenpiteet, jotka yksi käsky vaatii.
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Kuva 5: IASSim. Ohjelmassa on suoritettu kaksi ensimmäistä käskyä [30].
LC3uArch sisältää visuaalisen esityksen LC-3 –tietokoneen arkkitehtuurista
ja ohjelmaa suorittaessaan LC3uArch värittää ne komponentit, jotka osal-
listuvat suoritukseen ja päivittää muistiosoitteiden ja rekisterien arvot. Ku-
vassa 6 näkyy tietokoneen tila, kun ensimmäinen käsky on ladattu muistiin.
Näin opiskelija näkee mitä koneen missäkin osassa tapahtuu, mitkä kompo-
nentit osallistuvat eri toimenpiteisiin ja mikä on kunkin käskyn tai kellopuls-
sin suorituksen vaikutus. Simulaattori soveltuu sekä LC-3 –konekielen ohjel-
mointiin että tietokoneen toiminnan ymmärtämiseen.
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Kuva 6: LC3uArchin tila, kun ensimmäinen käsky on ladattu muistiin [15].
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4 Arviointi- ja tuutorointijärjestelmät
Arviointi- ja tuutorointijärjestelmät automatisoivat tehtävien tarkastuksen
ja palautteen antamisen. Automaattiset arviointijärjestelmät pitävät kirjaa
opiskelijoiden tekemistä tehtävistä, tarkistavat heidän ratkaisunsa oikeelli-
suuden ja pisteyttävät ratkaisut [54]. Järjestelmiä käytetään ohjelmointikurs-
seilla, ja niiden ansiosta manuaalinen tehtävien hallinnointi ja tarkistus siir-
tyy opettajan ja ohjaajien harteilta pois.
Automaattisten arviointijärjestelmien etuna on, että tehtävien ja osal-
listujien määrää ei tarvitse rajoittaa suhteessa kurssihenkilöstön määrään.
Opiskelija voi tehdä ja palauttaa tehtäviä missä vain, saaden lähes välittö-
mästi palautetta ratkaisunsa oikeellisuudesta. Arviointijärjestelmän toimin-
nallisuus ei rajoitu pelkästään tehtävien tarkistamiseen, vaan niiden avul-
la voidaan mitata vastauksesta muitakin ominaisuuksia. Ohjelmakoodin ta-
pauksessa arviointijärjestelmä voi muun muassa mitata ratkaisun kompleksi-
suutta [62], ohjelmointityyliä [2] tai ohjelman rakennetta [3].
Automaattisten arviointijärjestelmien kompleksisuus vaihtelee
yksinkertaisista järjestelmistä suuriin ja monimutkaisiin järjestelmiin.
Ohjelmointitehtävien mukana tulevat testit ovat esimerkki yksinkertaisesta
arviointijärjestelmästä. Suuret, monimutkaiset järjestelmät koostuvat
esimerkiksi palvelimesta, jonne vastaus lähetetään, tallennetaan ja jossa se
tarkistetaan. Opettaja voi hyödyntää tallennettuja vastauksia ja tutkia
niiden perusteella kuinka hyvin opeteltava aihe on ymmärretty [38].
Arviointijärjestelmiin lukeutuvat myös staattista analyysia tekevät työkalut,
jotka analysoivat ja tarkastavat ohjelman suorittamatta sitä [2, 13].
Automaattisia arviointijärjestelmiä on ollut olemassa 1960-luvulta
lähtien [27]. Aikaisimmat arviointijärjestelmät ovat koostuneet
automatisoiduista testeistä, jotka kertovat opiskelijalle onko ratkaisu oikein
vai väärin. 1960-luvun puolivälissä kehitettiin järjestelmiä, jotka pitivät
kirjaa opiskelijoiden tekemistä tehtävistä ja pisteyttivät niitä. Myös kyseisen
vuosikymmenen lopussa automaattiset arviointijärjestelmät kykenivät
generoimaan yksityiskohtaisia testitulosraportteja. TRY-järjestelmä
1980-luvulla salli opiskelijoiden ajaa testejä omatoimisesti [27].
Vuosikymmenten aikana järjestelmät ovat olleet komentorivipohjaisia, mutta
nykyään on olemassa visuaalisia arviointijärjestelmiä, joista osa kykenee
tekemään hienostunutta analyysia opiskelijan koodista.
Arviointijärjestelmät antavat opiskelijalle palautetta ratkaisun oikeelli-
suudesta, mutta ne eivät ohjaa opiskelijan toimia koko tehtävän tekemisen
ajan. Opiskelijalle tulee joskus vastaan tilanteita, joissa hän juuttuu tehtä-
vään tai ei ymmärrä opetettavaa asiaa. Opetuksessa käytetään tyypillises-
ti ohjaajia, joiden tarkoituksena on auttaa opiskelijoita. Ohjaajan tarjoama
apu on yleensä tehokasta, sillä ohjaaja pystyy arvioimaan opiskelijan suori-
tustason ja sen perusteella tarjoamaan opiskelijalle ymmärrettävää opastus-
ta. Ohjaajat voivat kuitenkin käydä kalliiksi tai ohjaajia ei ole tarpeeksi saa-
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tavilla, jolloin ei aina pystytä tarjoamaan kaikille opiskelijoille personoitua
ohjausta.
Ratkaisuksi on kehitetty älykkäitä tuutorointijärjestelmiä (intelligent
tutoring systems) [53], jotka ovat oikeita ohjaajia kustannustehokkaampia.
Älykkäät tuutorointijärjestelmät simuloivat ohjaajan käyttäytymistä ja tapaa
ohjata opiskelijaa. Niiden tarkoituksena on opastaa opiskelijaa tämän tasoon
nähden. Tyypillisesti ne pitävät kirjaa opiskelijan suoritustasosta ja sen
perusteella muovaavat käyttäytymistään. Tuutorointijärjestelmät tarjoavat
muun muassa opiskelijan tasoon nähden räätälöityjä vihjeitä, palautetta,
selityksiä ja harjoitustehtäviä.
Älykkäitä tuutorointijärjestelmiä on ollut olemassa jo 1970-luvulta läh-
tien [53]. Aikaiset tuutorointijärjestelmät pohjautuvat älykkäisiin tietoko-
neavusteisiin opetusjärjestelmiin (Intelligent Computer-Aided Instruction),
jotka opastivat opiskelijaa lineaarisesti, askel askeleelta kohti ratkaisua [53].
Tämän tyyppiset järjestelmät eivät tarjonneet tarpeeksi yksilöllistä tukea
opiskelijalle, jonka seurauksena järjestelmien tarjoama lineaarinen opastus
kehitettiin haarautuvaksi. Haarautuvat järjestelmät ottavat huomioon opis-
kelijan syötteen, jonka perusteella ne vaihtavat käytettyä opetusstrategiaa.
Ohjelmoinnin opetusta varten on kehitetty älykkäitä ohjelmointituutorei-
ta (intelligent programming tutors), jotka opastavat opiskelijaa tämän ohjel-
moidessa [56]. Älykkäiden ohjelmointituutoreiden toiminnallisuuksiin kuuluu
ohjelmointikäsitteiden esittäminen ja selittäminen ja eri osa-alueita käsittele-
vien ohjelmointitehtävien tarjoaminen opiskelijalle. Ohjelmointituutoreiden
päätehtävinä on avustaa opiskelijaa sekä ratkaisun luomisessa että virheiden
etsimisessä, korjaamisessa ja ymmärtämisessä.
Älykkäät ohjelmointituutorit jakautuvat käyttötarkoitukseltaan kahteen
eri ryhmään [56]. Ensinnäkin tuutorit avustavat opiskelijaa kirjoittamaan
ratkaisun annetulle ohjelmointitehtävälle. Esimerkiksi ne monitoroivat opis-
kelijan kirjoittamaa koodia ja virheen huomatessaan opastavat opiskelijaa
oikeaan suuntaan. Tuutoreiden toinen käyttötarkoitus on, että ne jäljittä-
vät ohjelmasta virheitä ja esittävät opiskelijalle virheisiin liittyvät diagnoosit.
Diagnoosiin kuuluu virheen kuvailu ja mahdollinen selitys mistä virhe joh-
tuu.
Automaattiset arviointijärjestelmät ja älykkäät tuutorointijärjestelmät
muistuttavat ominaisuuksiltaan toisiansa. Molemmat ohjaavat opiskelijaa an-
tamalla palautetta opiskelijan tekemästä työstä. Eroavaisuutena tuutorointi-
järjestelmät pyrkivät arviointijärjestelmiä reaaliaikaisempaan ja yksityiskoh-
taisempaan palautteen antoon, jota annetaan koko tehtävän tekemisen ajan.
Molempia järjestelmätyyppejä käytetään tietojenkäsittelytieteen opetuksen
tukena. Seuraavaksi esitellään kolme opetusaihetta, joissa joko automaattisia
arviointijärjestelmiä tai älykkäitä tuutorointijärjestelmiä käytetään. Jokai-
sesta opetusaiheesta esitellään esimerkkijärjestelmiä.
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4.1 Ohjelmoinnin alkeisopetus
Ohjelmoinnin alkeisopetuksessa käytetään toisinaan visuaalisia, lohkoperus-
taisia ohjelmointikieliä, joilla luodaan pääosin graafisia ohjelmia [13]. Täl-
laiset ohjelmointikielet ovat etenkin peruskoululaisille suunnattuja, kuten
Scratch [13] ja BrickLayer [20]. Lohkoperustaisissa ohjelmointikielissä ohjel-
man looginen toiminnallisuus muodostetaan yhdistelemällä toisiinsa visuaali-
sia lohkoja, jotka edustavat erilaisia rakenteita, kuten toistolauseita tai funk-
tiokutsuja.
Muun muassa Scratchilla tuotetut graafiset ohjelmat ovat haasteellista
testata automatisoidusti, jos ohjelmien teossa on annettu vapaus luovuudelle
[13]. Tällöin oikein tuotettujen kuvien, äänien ja animaatioiden tarkastaminen
vaatii aisteja, joita tietokoneella on hankala toteuttaa. Opettajan tulee itse
ajaa ohjelma ja tarkistaa ohjelman toimivuus sekä visuaalinen ilme.
Opettajan työtä voidaan keventää automaattisilla arviointijärjestelmillä,
jotka suorittavat graafisille ohjelmille staattista analyysia. Tällöin järjestelmä
tarkastaa onko ohjelma rakenteeltaan oikeanlainen ja varoittaa, jos haitallisia
rakenteita on havaittavissa. Staattinen analyysi helpottaa tarkistusta ja
auttaa myös opiskelijoita.
Vastaavasti älykkäitä ohjelmointituutoreita käytetään ohjelmoinnin
alkeisopetuksessa opastamaan opiskelijoita tehtävissä [48]. Ne voivat myös
kerätä tietoa opiskelijan suoritustasosta tarkkailemalla kauanko opiskelijalla
menee aikaan yksittäiseen tehtävään, minkälaisia virheitä opiskelija eniten
tekee ja niin edelleen. Opiskelijalle ilmoitetaan hänestä kerätyt tiedot ja
annetaan ohjeita kuinka välttää usein tehtyjä virheitä. Ohjelmointia varten
tuutorit seuraavat reaaliajassa opiskelijan työskentelyä ja antavat vihjeitä,
jos opiskelija ei pääse eteenpäin [48]. Älykkäät tuutorointijärjestelmät
vähentävät opettajien ja ohjaajien työkuormaa ja niiden keräämä tieto
opiskelijoista on eduksi opetuksen kehittämisessä. Opiskelijat saavat heille
yksilöityä palautetta ja apua myös tehdessään harjoituksia etänä.
4.1.1 Hairball
Hairball6 on Scratch-ohjelmointikielelle kehitetty staattista analyysia suorit-
tava työkalu [13]. Scratch on lohkoperustainen, visuaalinen ohjelmointikieli,
jolla luodaan graafisia ohjelmia, animaatioita tai pelejä. Työkalu tarkistaa
Scratch-ohjelmista löytyykö niistä tehtävänannossa vaaditut rakenteet ja se
tunnistaa haitallisia rakenteita. Staattista analyysia pystyy laajentamaan lii-
tännäisillä, jotka opiskelija voi itse ohjelmoida Pythonilla. Hairball avustaa




Retina on sekä tuutorointi- että tiedonkeräysjärjestelmä, joka koostuu web-
palvelimesta ja työpöytäsovelluksesta [48]. Retina kerää tietoa kaikista opis-
kelijoiden tekemistä käännös- ja suoritusaikaisista virheistä heidän ohjelmoi-
dessaan. Virheistä kerätään virheen tyyppi, viesti, tiedosto, rivinumero, ai-
ka ja opiskelijan tiedot. Opettaja voi tarkastella kerättyä tietoa työpöytäso-
velluksella. Yksittäisen opiskelijan tekemästä tehtävästä näkee tietoa muun
muassa tehtävän aikana tehdyistä virheistä, kauanko tehtävään on kulutettu
aikaa, montako käännösyritystä on suoritettu ja mikä on ollut yleisin virhe.
Lisäksi voi tarkastella kuinka kaikki kurssin opiskelijat ovat suoriutuneet tie-
tystä tehtävästä: paljonko aikaa on yhteensä kulutettu, paljonko virheitä on
tehty ja mitkä ovat olleet 10 yleisintä virhettä ja niin edelleen.
Opiskelija näkee omat tietonsa Retinan web-palvelimelta. Tietystä
tehtävästä näkee samankaltaisia tietoja: virheiden määrän, kulutetun ajan,
käännösyritykset ja onnistuneet käännökset. Mielenkiintoisena
ominaisuutena opiskelija näkee myös samat tiedot kaikista opiskelijoista,
esimerkiksi kuinka monta virhettä on keskimäärin kaikki opiskelijat
yhteensä tehneet kyseisessä tehtävässä. Retina osaa arvioida aikaisempien
tietojen perusteella kauanko opiskelijalta kuluu aikaa seuraavaan tehtävään
ja opastaa opiskelijaa yleisimpien virheiden kanssa kertomalla mistä ne
johtuvat ja miten niitä voi välttää. Kuvassa 7 on näkymä web-palvelimen
näyttämistä tiedoista. Retinasta on muun muassa Eclipselle kehitetty
liitännäinen, joka ohjaa opiskelijan toimintaa. Kun opiskelija ohjelmoi, hän
voi avata Retina-viestikeskustelun, jossa Retina ohjeistaa reaaliajassa
viestein opiskelijaa. Retina auttaa esimerkiksi silloin, jos huomaa opiskelijan
toistavan samaa virhettä jatkuvasti tai on kuluttanut liian kauan aikaa
tehtävään. Keskustelussa opiskelija voi kysyä Retinalta neuvoa ja selitystä
virheille. Retina on tarkoitettu opettajille, jotta he näkevät mitkä asiat ovat
opiskelijoille hankalia ja voivat parantaa kurssia sen mukaan. Vastaavasti
opiskelijat saavat Retinalta opastusta ja näkevät miten pärjäävät suhteessa
muihin opiskelijoihin.
4.2 Järjestelmänhallinta
Järjestelmänhallinta-kursseilla perehdytään tietyn käyttöjärjestelmän hal-
lintaan, johon sisältyy sovelluksien asentaminen sekä käyttöjärjestelmän et-
tä sovelluksien konfigurointi [9]. Edullinen tapa toteuttaa tällaiset kurssit
on käyttää virtuaalikoneita, joiden kautta haluttua käyttöjärjestelmää aje-
taan. Tämä mahdollistaa etätyöskentelyn. Haasteena on järjestelmänhallin-
taan liittyvien tehtävien arviointi. Tehtävien esittely esimerkiksi tunnilla on
aikaavievää. Myös opettajan suorittama manuaalinen tarkistus, jossa hän
ottaa yhteyden opiskelijan virtuaalikoneeseen ja tarkistaa onko kaikki konfi-
guroitu tehtävänannon mukaisesti, on hidasta.
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Kuva 7: Retinan web-palvelimen opiskelijanäkymä. Näkymässä on tilasto-
tietoa opiskelijan suorittamasta tehtävästä ja parannusehdotuksia tulevia
tehtäviä varten [48].
Ratkaisuna edellä mainittuihin haasteisiin käytetään automaattisia ar-
viointijärjestelmiä [9]. Kun opiskelijat tekevät tehtäviä, pyytävät he arvioin-
tijärjestelmää testaamaan virtuaalikoneessa ajossa olevaa käyttöjärjestelmää.
Testauksen perusteella merkitään opiskelijalle pisteet ja annetaan palautetta
oikein ja väärin menneistä kohdista. Opettajan työkuorma vähenee eikä hän
toimi pullonkaulana opiskelijan edistymiselle tehtävien suhteen.
4.2.1 Online Grading System
Online Grading System7 eli OGS on automaattinen tehtävien arviointi- ja
palautusjärjestelmä, joka on suunnattu järjestelmänhallinta-kursseille [9].
Käyttäjä ajaa Linux-virtuaalikonetta, jossa järjestelmä tulee konfiguroida
oikein, jotta se täyttää tietyn tarpeen (esimerkiksi DNS-palvelimen
oikeaoppinen konfigurointi). OGS tarjoaa joukon komentosarjoja (scripts),
7http://lewisb.wiki.westga.edu/autograder
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jotka ajetaan virtuaalikoneella. Komentosarja testaa järjestelmää palauttaen
käyttäjälle ja OGS-palvelimelle tulosraportin, jossa lukee pisteytys ja oikein
tai pieleen menneet kohdat. Opettajalla on mahdollisuus tarkastella
OGS-palvelimelta tulosraportteja ja seurata miten opiskelijat ovat
pärjänneet.
4.3 Algoritmien alkeisopetus
Algoritmien suunnittelu- ja kehitystyö ennen niiden toteuttamista on kes-
keinen taito ongelmanratkaisussa [76]. Opetuksessa ei tavallisesti painoteta
algoritmien suunnittelua opintojen alussa, vaan keskitytään suoraan ohjel-
mointiin. Täten opiskelijan on sekä haasteellista arvostaa algoritmien suun-
nittelutyötä että omaksua riittävät taidot algoritmien kehittämiseen. Älyk-
käät tuutorointijärjestelmät ovat yksi tapa harjoittaa näitä taitoja. Algorit-
mien alkeisopetuksessa tuutorointijärjestelmät jakavat algoritmien suunnit-
telutyön erillisiin vaiheisiin: ongelman ymmärtämiseen, algoritmin suunnitte-
luun ja algoritmin toteuttamiseen. Tuutorointijärjestelmät opastavat opiske-
lijaa näiden vaiheiden läpi.
4.3.1 AlgoTutor
AlgoTutor on web-pohjainen tuutorointijärjestelmä, jolla opetellaan algorit-
mien suunnittelu- ja kehittämistaitoja [76]. AlgoTutor opastaa käyttäjää luo-
maan algoritmin nelivaiheisella prosessilla. Ensimmäisessä vaiheessa opiskeli-
jalle esitetään ongelman kuvaus ja tärkeitä käsitteitä, joiden ymmärtämis-
tä vaaditaan ratkaisun tekoa varten. Opiskelijan ymmärrystä testataan mo-
nivalintakysymyksillä, joista ohjelma antaa palautetta. Toisessa vaiheessa
kehitetään ongelman ratkaiseva algoritmi. AlgoTutor tarjoaa listan etukä-
teen määriteltyjä operaatioita, muuttujia ja kontrollirakenteita, joita yhdis-
tellään algoritmipaneelissa. Järjestelmä korostaa kohdat, jotka ovat algorit-
missa väärin tai oikein. Algoritmi itsessään ei ole millään tietyllä ohjelmoin-
tikielellä määritelty, vaan se on pseudokoodia. Kuvassa 8 havainnollistetaan
algoritmin kehitysnäkymää. Kolmannessa vaiheessa opiskelija suorittaa algo-
ritmia, jolloin järjestelmä visualisoi sen suoritusta rivi riviltä. Järjestelmä
osaa tarkistaa algoritmin automaattisesti ja pisteyttää sen. Neljännessä vai-
heessa opiskelijan kehittelemä algoritmi muunnetaan järjestelmän toimesta
C++ –koodiksi, mutta vain osittain. Opiskelijan tehtävänä on toteuttaa koo-
di loppuun. Näin opiskelija oppii pseudokoodin ja oikean toteutuksen välisen
suhteen.
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Kuva 8: AlgoTutorin algoritmin kehitysnäkymä. Käyttäjä poimii oikealla
olevasta listasta operaatiot ja muuttujat, joita yhdistellään vasemmassa
paneelissa toisiinsa, luoden ratkaisu annettuun ongelmaan. [76]
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5 Ohjelmointiympäristöt
Ohjelmointiympäristöt koostuvat joukoista työkaluja, jotka antavat
käyttäjälle kyvyn kääntää, kirjoittaa ja ajaa ohjelmia [54]. Esimerkki
yksinkertaisesta ohjelmointiympäristöstä Javan kirjoittamiseen on
tekstieditori ja JDK (Java Software Development Kit), joka tarjoaa
komentorivityökalut Java-ohjelman kääntämiseen ja ajamiseen. Integroidut
ohjelmointiympäristöt eli IDE:t (Integrated Development Environment) ovat
graafisen käyttöliittymän sisältäviä ohjelmistoja, jotka tarjoavat erinäisiä
työkaluja ohjelmistokehitykseen samassa paketissa (esimerkiksi NetBeans8).
Integroidussa ohjelmointiympäristöissä on yleensä valmiina editori koodin
kirjoittamiseen ja työkalut koodin automaattiseen kääntämiseen ja ajoon.
Ohjelmakoodin ja siihen liittyvät resurssit voi organisoida omiksi
projekteikseen. Lisäksi ne usein sisältävät hienostuneempaa toimintaa
kehitystyön helpottamiseksi, kuten syntaksin korostusta, tarkistusta ja
koodin täydennystä.
Ohjelmointiympäristöt voivat olla web-pohjaisia. Web-pohjaisten
ohjelmointiympäristöjen etuna on niiden alustariippumattomuus. Jotkin
web-pohjaiset ohjelmointiympäristöt tarjoavat opiskelijalle kaiken
opeteltavasta asiasta samassa paketissa: materiaalin, tehtävät,
automaattisen arvioinnin ja työkalut tehtävien tekemiseen [29]. Kaikki
opetukseen liittyvä on tällöin keskitetty yhteen paikkaan opiskelijan
näkökulmasta. Tämän kaltaisten järjestelmien tavoitteena on tehdä
ohjelmoinnin opiskelun aloittamisesta opiskelijalle nopeaa ja helppoa.
Ohjelmointiympäristöihin lukeutuvat myös ohjelmoinnin oppimista tu-
kevat järjestelmät. Tällaiset järjestelmät eivät välttämättä anna käyttäjän
suoraan kirjoittaa ja ajaa ohjelmakoodia, vaan ne opettavat ohjelmointiin
liittyviä asioita, kuten esimerkiksi ohjelmistotestausta [17] tai ongelmanrat-
kaisutaitojen harjoittamista [39]. Ohjelmointiympäristöjä käytetään ohjel-
moinnin alkeisopetuksessa tehostamaan ohjelmointitaitojen harjoittelua. Li-
säksi ohjelmointiympäristöt ovat hyödyllisiä ryhmätyöskentelyssä.
Seuraavaksi tarkastellaan kolmea opetusaihetta, joissa ohjelmointiympä-
ristöjä käytetään. Jokaiselle opetusaiheelle esitellään kaksi esimerkkijärjes-
telmää, joita käytetään kunkin aiheen opettamiseen.
5.1 Ohjelmoinnin alkeisopetus
Aloittelijalle ohjelmoinnin opettelu voi olla haasteellista. Aloittelijan tulee
opetella käytettävä ohjelmointikieli ja muovata ajatusprosessiaan siten, että
osaa ilmaista ratkaisun tietokoneen ymmärtämässä muodossa [29]. Toisen
haasteen ohjelmoinnin opetteluun tuo käytettävät työkalut. Aloittelijalle
sopivia kehitystyökaluja ei ole paljon, jolloin opettajat ottavat käyttöön
8https://netbeans.org
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ammattilaisille suunniteltuja ohjelmointiympäristöjä, jotka vaativat niiden
asentamisen, konfiguroinnin ja opettelun [29].
Jotta kynnys ohjelmoinnin opetteluun olisi mahdollisimman matala, on
ratkaisuksi kehitetty aloittelijaystävällisiä ohjelmointiympäristöjä ohjelmoin-
nin alkeisopetusta varten. Aloittelijaystävälliset ohjelmointiympäristöt ovat
yksinkertaisia ja helppokäyttöisiä. Esimerkiksi web-pohjaiset ohjelmointiym-
päristöt poistavat opiskelijalta ohjelmointiympäristön asennuksen ja konfigu-
roinnin tarpeen [29, 58, 69]. Jotkin web-pohjaiset ympäristöt tarjoavat koo-
din kääntämisen ja ajamisen lisäksi hienostuneempaa toiminnallisuutta, ku-
ten opiskelijan tekemien tehtävien hallinnoinnin.
5.1.1 Pythy
Pythy9 on web-pohjainen ohjelmointiympäristö Python-ohjelmakoodin kir-
joittamiseen ja ajamiseen [29]. Sovellus hallinnoi opiskelijan tekemiä ja teke-
mättömiä tehtäviä, jolloin työtä voi jatkaa miltä koneelta tahansa. Kuvassa
9 on näkymä Pythystä kokonaisuudessaan. Tehtäville on valmiina automaat-
tiset testit, jotka ajetaan palautuksen ohessa. Pythy sisältää koodiesimerkke-
jä ja materiaaleja kielen opetteluun. Mielenkiintoisena ominaisuutena Pyt-
hyssä on myös versionhallinta, jolloin aikaisempia versioita ratkaisulle voi
tarkastella ja nähdä niiden testitulokset. Pythy on tarkoitettu aloittelijays-
tävälliseksi ohjelmointityökaluksi. Se eroaa monista muista web-pohjaisista
Python-ohjelmointiympäristöistä tarjoamalla kaiken opetteluun tarvittavan
selaimessa: tehtävät, testit, tehtävien hallinnoinnin, koodin kirjoittamisen ja
ajamisen. Monet muut ympäristöt tarjoavat vain kaksi jälkimmäistä ominai-
suutta. Lisäksi Pythy tukee äänien ja kuvien käsittelyä.
5.1.2 CodeSkulptor
CodeSkulptor10 on web-pohjainen ohjelmointiympäristö ja visualisointityö-
kalu Python-koodin kirjoittamiseen, ajamiseen ja visualisointiin [69]. Käyt-
täjä pystyy tallentamaan työnsä ja jakamaan koodinsa muille. Ohjelmakoo-
dia voi myös kirjoittaa tiedostoon ja avata CodeSkulptorissa. CodeSkulpto-
rin tekijät ovat kehittäneet työkalua varten selaimessa toimivan SimpleGUI-
kirjaston graafisten ohjelmien tekoon. Kuvassa 10 käyttäjä on luonut yksin-
kertaisen graafisen ohjelman. Visualisointia varten CodeSkulptorissa on eril-
linen visualisointitila nimeltä Viz mode. Visualisointitilassa visualisoidaan
ohjelman suoritusta rivi kerrallaan, jolloin ohjelman sen hetkisestä tilasta
näytetään tulosteet, muuttujat, niiden arvot ja syötteet. Työkalu sisältää
erilaisia demoja ja käyttöohjeet. CodeSkulptor on tarkoitettu aloitteleville




Kuva 9: Pythyn koodieditori.
tekoon ja visualisointitila. Graafisilla ohjelmilla motivoidaan käyttäjiä ja vi-
sualisoinnilla autetaan käyttäjiä ymmärtämään ohjelmien toimintaa.
5.2 Ohjelmistotuotanto ja ryhmätyöskentely
Ohjelmointiympäristöjä käytetään ohjelmistotuotannon ja ryhmätyöskente-
lyn harjoittelussa sekä tuottavuuden parantamisessa [46, 72]. Ohjelmistojen
kehitys hajautetusti ja etätyöskentelynä kehittäjien kesken on yleinen työs-
kentelytapa [46]. Menestystekijät tällaisessa kehitystyössä ovat tiedonvälitys,
selkeä kommunikointi ja joustavan kehitysalustan käyttö.
Ryhmän keskinäiseen etätyöskentelyyn sisältyy ohjelmoinnin lisäksi
viestittely, tiedostojen jako ja tiedostojen eri versioiden hallinnointi. Eri
työtehtäviin käytetään useampaa työkalua, jolloin vastuujaon koordinointi
hankaloituu ja tuotteliaisuus saattaa vähentyä [72]. Vastaavasti opettajalle
on haastavaa arvioida missä määrin kukin ryhmän jäsen on osallistunut
projektiin, jolloin arviointi perustuu tuotettuun ohjelmaan ja ryhmäläisten
vertaisarviointeihin.
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Kuva 10: CodeSkulptor [69].
Ratkaisuna ryhmätyöskentelyn koordinointiin ja opettajan tekemään ar-
viointiin on kehitetty ryhmätyöskentelyä tukevia ohjelmointiympäristöjä [46,
72]. Niissä on integroituna pikaviestiohjelma, jolloin ryhmäläiset voivat kes-
kustella keskenään ja opettajan kanssa samalla ohjelmoidessaan. Merkittävä
ominaisuus on tiedostojen jako ohjelmointiympäristössä sekä tiedostojen sa-
manaikainen muokkausmahdollisuus. Näin ryhmän jäsenet näkevät reaalia-
jassa toistensa tekemät muutokset ja voivat samalla kommunikoida. Opetta-
jan tekemää arviointia varten ohjelmointiympäristöt pitävät kirjaa ryhmän
jäsenien tekemästä työstä.
5.2.1 CodeWave
CodeWave on reaaliaikaista yhteistyötä tukeva integroitu
ohjelmointiympäristö [72]. Integroitujen ohjelmointiympäristöjen tyypillisten
toiminnallisuuksien (ohjelmakoodin kirjoittaminen, ajaminen, syntaksin
tarkistus ja niin edelleen) lisäksi CodeWave tarjoaa opiskelijaa ja opettajaa
hyödyntäviä yhteistyötä tukevia ominaisuuksia. Ohjelma tallentaa jokaisen
näppäinpainalluksen, jolloin opettaja näkee kuinka opiskelijan koodi on
muodostunut. IDE:ssä voi viestitellä muiden käyttäjien kanssa, jolloin
esimerkiksi opettaja voi auttaa opiskelijaa reaaliajassa. Samaa projektia tai
tiedostoja voi muokata tai katsella samanaikaisesti useampi käyttäjä.
Käyttäjä voi annotoida koodirivejä, joita hän on muokannut, kuten kuvasta
11 nähdään. Opettajaa hyödyttävä ominaisuus on, että CodeWave pitää
ryhmäprojekteissa kirjaa ryhmän jäsenien tekemästä työstä, joka helpottaa
ryhmän jäsenien arvioimista.
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Kuva 11: CodeWaven koodieditori. Kuudenneksi viimeisellä rivillä on mer-
kintä toisen käyttäjän muokkaamasta koodista [72].
5.2.2 Jazz
Jazz11 on synkronista yhteistyötä korostava kehitysalusta Eclipselle [46]. Ke-
hitysalustassa on kolme yhteistyötä edistävää ominaisuutta, jotka ovat ver-
sionhallinta, pikaviestittely ja työskentelykortit (work items). Versionhallinta
toimii reaaliaikaisesti: kun ryhmän jäsenet ohjelmoivat samaan aikaan ja yk-
si tekee paikallisen muutoksen tiedostoon, näkevät muut jäsenet tämän muu-
toksen. Käytännössä tämä tapahtuu siten, että muutos lähetetään Jazzin
palvelimelle ja Jazz ilmoittaa muutoksesta muille ryhmäläisille. CodeWaves-
ta poiketen Jazzissa tiedostoja ei voi muokata samanaikaisesti useampi käyt-
täjä, mutta versionhallinta pitää ryhmäläiset ajan tasalla muutoksista. Pi-
kaviestittelyllä ryhmäläiset voivat keskustella reaaliajassa toistensa kanssa.
Viimeinen ominaisuus eli työskentelykortit ovat tapa hallinnoida projektiin
kuuluvia tehtäviä ja jakaa niitä ryhmän jäsenten kesken.
5.3 Lohkoperustaisen ohjelmoinnin opetus
Graafisia ohjelmointiympäristöjä käytetään opettamaan ohjelmointia perus-
koululaisille [20, 75]. Graafiset ohjelmointiympäristöt, kuten Alice ja Scratch,
perustuvat lohkoperustaisen ohjelmointikielen käyttöön [22, 45]. Lohkoperus-
11http://jazz.net
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taisessa ohjelmointikielessä ohjelman toiminta määritellään yhdistelemällä
visuaalisia lohkoja toisiinsa, jotka edustavat erilaisia loogisia rakenteita, ku-
ten ehtolauseita ja silmukoita. Joissain ohjelmointiympäristöissä lohkot ovat
kuin palapelin paloja, jolloin kaikki niistä eivät ole yhteensopivia. Tämä ede-
sauttaa ohjelman syntaktisen rakenteen muodostamista ja ymmärtämistä.
Lohkoperustaisilla kielillä luodaan yleensä graafisia ohjelmia tai animaatioi-
ta, koska visuaalisten ohjelmien luonti motivoi opiskelijoita [20, 75]. Lohko-
perustaiset kielet soveltuvat nuorille, koska ne tarjoavat yksinkertaistetun ja
visuaalisen tavan luoda ohjelmia. Tehtävissä keskitytään alusta alkaen ongel-
man ratkaisemiseen toisin kuin tekstipohjaisia ohjelmointikieliä käytettäessä,
joissa osa ajasta kuluu syntaksin opetteluun.
5.3.1 BrickLayer
BrickLayer on graafinen ohjelmointiympäristö, joka on suunniteltu noin
yläasteikäisille ohjelmoinnin opetteluun [20]. BrickLayerin kehittäjien
havaintojen perusteella yläasteikäiset kokevat lohkoperustaiset, graafiset
ohjelmointiympäristöt liian yksinkertaisiksi ja rajoittaviksi, mutta
vaihtoehtoisesti tekstuaalisen ohjelmointikielen opettelu on vielä liian
haastavaa. BrickLayer toimii siltana lohkoperustaisten ja tekstuaalisten
ohjelmointikielien opetteluun. Ohjelmalla tehdään lohkoperustaista
ohjelmointia, mutta sen lisänä BrickLayerissa on koodipaneeli, jonne
generoituu lohkoista muodostuva C-lähdekoodi. Kuvassa 12 näkyy millainen
koodi lohkoista tuotetaan. Generoituva lähdekoodi on muokattavissa ja
muokattua versiota voi suorittaa. Koodin generoinnin tarkoituksena on, että
opiskelija kykenee tarvittaessa opettelemaan syntaksia ja ohjelmallisia
rakenteita. Näin opiskelijat näkevät mitä koodin tasolla tapahtuu.
5.3.2 App Inventor
App Inventor on web-pohjainen ohjelmointiympäristö, jolla kehitetään mo-
biilisovelluksia Android-käyttöjärjestelmää käyttäville puhelimille [75]. Oh-
jelmalla voidaan suunnitella sovelluksen käyttöliittymä ja ohjelmoida sen toi-
minnallisuus App Inventorin lohkoperustaisella ohjelmointikielellä. Käyttö-
liittymän suunnitteluun App Inventor tarjoaa erilaisia valmiita komponentte-
ja, kuten lomakkeita, kuvia, otsakkeita ja niin edelleen. Ohjelmassa on myös
tuki muun muassa tekstiviestien, äänien, videoiden ja GPS-sensorin käsitte-
lyyn. App Inventorin lohkoperustaisessa ohjelmointikielessa sovelluksen toi-
minta määritellään tapahtumankuuntelijoilla. Kuvassa 13 käyttäjä on mää-
ritellyt tapahtumia, kuten mitä tehdä, kun sovellusta käytettäessä puhelin
vastaanottaa tekstiviestin. App Inventorin oppimiskynnys on matala ja sen
tapa hyödyntää puhelimen valmiita ominaisuuksia toimii motivoivana tekijä-
nä.
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Kuva 12: BrickLayerin käyttöliittymä. Vasemmassa paneelissa on lista lohkoja,
keskimmäisessä paneelissa lohkoja yhdistellään toisiinsa ja oikeassa paneelissa
on lohkoista generoituva C-koodi [20].
6 Oppimispelit
Videopelit muistuttavat visualisointi- ja simulointijärjestelmiä, mutta mer-
kittävimpänä erona pelit motivoivat käyttäjää ja tarjoavat yhä laajempaa
interaktiota [64, 68]. Pelit antavat pelaajalle selkeästi määriteltyjä tavoittei-
ta ja haasteita, joiden ratkaisemiseksi pelaaja on aktiivisessa roolissa. Pelit
käyttävät visualisointia ja animaatiota luodakseen pelistä pelaajalle kiinnos-
tavan. Pelien avulla voidaan simuloida esimerkiksi projektin kehitystä ja sii-
hen liittyviä piirteitä, ongelmia ja haasteita.
Seuraavaksi tarkastellaan kahta opetusaihetta, joissa oppimispelejä hyö-
dynnetään. Kummallekin opetusaiheelle esitellään esimerkkijärjestelmiä, joi-
ta käytetään näiden aiheiden opettamiseen.
6.1 Ohjelmoinnin alkeisopetus
Opiskelu peliympäristössä on tapa motivoida aloittelevia ohjelmoijia [28].
Tietokonepelit teemana ohjelmoinnin opetuksessa eivät rajoitu pelkästään
opiskelijoiden omien pelien kehittämiseen, vaan valmiita pelejä itsessään voi
käyttää osana opetusta. Pelien pelaamisen ja pelien kehittämisen välimuoto
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Kuva 13: App Inventorin lohkonäkymä [75]. Kuvassa on ohjelman koodia, joka
ehkäisee autolla ajavaa henkilöä vastaamasta tekstiviesteihin. Ohjelmassa
on neljä tapahtumaa: sovelluksen käynnistystoimenpiteet, selvitys henkilön
sijainnista, automaattinen vastaus tekstiviestin lähettäneelle henkilölle ja
oman puheviestin lähetys.
on, että opiskelija luo pelin sisällä itse uudenlaista toiminnallisuutta ja sisältöä
[28, 40]. Etenkin ohjelmoinnin alkeisopetuksessa pelejä voidaan hyödyntää
aloittelijoille haastavien aiheiden opettamisessa.
6.1.1 Wu’s Castle
Wu’s Castle on 2D-oppimisroolipeli, joka opettaa pelaajalle taulukoiden ja
toistorakenteiden käsittelyä C++:lla [28]. Pelissä on 14 tehtävää, jotka pe-
laajan tulee suorittaa. Esimerkiksi ensimmäisessä tehtävässä alustetaan tau-
lukko, joka visualisoidaan joukkona lumiukkoja. Yksi lumiukko vastaa taulu-
kon alkiota. Taulukon alustusta varten peli esittää pelaajalle puutteellisen
for-toistorakenteen, jonka pelaajan tulee muokata toimivaksi (muun muassa
alku- ja lopetusehdot). Toistorakenteen sisällä suoritettava koodi valitaan
valmiista vaihtoehdoista. Kuvassa 14 näkyy edellä mainittu tehtävä. Epäon-
nistumisista ja onnistumisista annetaan palautetta äänin ja kuvin, esimerkik-
si ikuisen toistorakenteen luonnista pelihahmo pyörtyy. Peli suorittaa koodia
askel kerrallaan, jolloin pelaaja näkee sen vaikutuksen peliin. Wu’s Castle on
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tarkoitettu aloitteleville ohjelmoijille opettamaan visuaalisella ja interaktiivi-
sella tavalla taulukoiden ja toistorakenteiden toimintaa, koska niitä pidetään
yleisesti ottaen haastavina aiheina aloittelijoille.
Kuva 14: Wu’s Castlen ensimmäinen tehtävä. Pelaajan tehtävänä on for-
toistorakenteella luoda kaksikymmentä lumiukkoa [28].
6.1.2 Curiosity Grid
Curiosity Grid12 on virtuaalimaailma, jossa opiskelijat voivat harjoitella 3D-
mallien luomista ja ohjelmointia [40]. Jokaisella pelaajalla on oma virtuaali-
hahmonsa. 3D-mallinnus tapahtuu käytännössä yhdistelemällä monitahok-
kaita kappaleita toisiinsa ja muokkaamalla niiden valmiita ominaisuuksia,
kuten kokoa, sijaintia tai muotoa. Mallinnettuihin objekteihin voi ohjelmoi-
da tapahtumia, jotka käynnistyvät pelaajan ollessa vuorovaikutuksessa ob-
jektin kanssa. Esimerkiksi pelissä on mahdollista mallintaa postilaatikko, jo-
hon voi ohjelmoida tapahtumiksi postilaatikon avaamisen ja sulkemisen, ku-
ten kuvasta 15 nähdään. Curiosity Grid on tarkoitettu noin yläkouluikäisille
oppilaille tutustuttamaan heidät tietojenkäsittelytieteeseen liittyviin aihei-
siin interaktiivisella ja visuaalisella tavalla.
6.2 Ohjelmistotuotannon opetus
Ohjelmistotuotanto käsittää monia erilaisia ohjelmiston kehitykseen liitty-
viä asioita, kuten käytettävän prosessin ohjelmiston tuottamiseen (esimerkik-
si vesiputousmalli), ohjelmointikäytänteet ja ohjelmiston elinkaaren vaiheet.
12http://www.curiositygrid.com
33
Kuva 15: Opiskelijan mallintama postilaatikko ja siihen liittyvä koodi [40].
Ohjelmistotuotantoon liittyy paljon opiskelijoille opetettavaa teoriaa. Ope-
tuksen ongelmana on, että usein käytännön harjoittelu jää puutteelliseksi,
joka mahdollisesti johtaa työelämässä epäonnistuneisiin projekteihin [51].
Oppimispeleillä voidaan simuloida ohjelmistojen tuottamista ja harjoitella
useita erilaisia prosessimalleja. Peliä pelaamalla simuloidaan tilanteita, joita
tyypillisessä kurssin aikana järjestetyssä ryhmäprojektissa ei tapahdu, kuten
suurikokoisten ohjelmien tuottamista, henkilöstön valintaa, budjetointia,
useamman sidosryhmän läsnäoloa ja satunnaisia, yllättäviä tapahtumia [51].




SimSE on ohjelmistotuotantoa simuloiva peli [50]. Pelissä pelaajan roolina
on toimia projektipäällikkönä, joka johtaa useita kehitysryhmiä. Pelaajalle
annetaan ohjelmistoprojekti, joka pitää saada onnistuneesti valmiiksi sekä
kehitystyötä varten käytettävä prosessi, jonka mukaan kehitys etenee (esi-
merkiksi vesiputousmalli). Pelaaja hallinnoi kehitystyötä palkkaamalla ja ir-
tisanomalla väkeä, hankkimalla työkaluja kehitykseen, jakamalla tehtäviä
työntekijöille ja tarkkailemalla heidän suoriutumistaan. Pelissä tulee valvoa
myös muita tietoja, kuten asiakkaita, artefakteja ja rahatilannetta. Kuvassa
16 on pelin avainnäkymä eli toimisto, jossa työntekijät työskentelevät pro-
jektin parissa sekä muut käyttöliittymäkomponentit, joiden avulla projektia
hallinnoidaan. Projektin lopuksi pelaaja pisteytetään sen mukaan kuinka hy-
vin hän suoriutui ja pisteytyksestä annetaan perustelut. Bonuspisteitä saa
esimerkiksi sen mukaan kuinka hyvin noudattaa käytettyä prosessimallia ja
sen avainkäytäntöjä. SimSE on kehitetty, jotta opiskelijat voisivat harjoitel-
la ohjelmistotuotantoa simuloidusti ja saada kuvan miten kehitysprojektit
toimivat.
Edellä esitettiin älykkäitä oppimisjärjestelmiä vuosilta 2009–2014, joi-
hin lukeutui simulointi- ja visualisointijärjestelmiä, automaattisia arviointi-
ja tuutorointijärjestelmiä, ohjelmointiympäristöjä sekä oppimispelejä. Esi-
teltyjen esimerkkijärjestelmien perusteella nähdään, että järjestelmät ovat
monimuotoisia ja selkeästi toisistaan eroavia. Älykkäitä oppimisjärjestelmiä
käytetään laaja-alaisesti opetuksessa ja niistä on hyötyä muun muassa ohjel-
moinnin ja tietorakenteiden alkeisopetuksessa, tietokoneen toiminnan ym-
märtämisessä sekä ohjelmistotuotannon opettamisessa. Järjestelmistä annet-
tiin tiivis kuvaus niiden käyttötarkoituksista ja ominaisuuksista.
Esiteltyjen järjestelmien tarkoituksena oli antaa kokonaiskuva millaisia
älykkäät oppimisjärjestelmät käytännössä ovat ja mitä hyötyä niistä on ope-
tuksessa. Kartoitetuista järjestelmistä tutkitaan seuraavaksi niiden teknistä
toteutusta tiettyjen yleisluontoisten ominaisuuksien näkökulmasta. Tarkoi-
tuksena on saada kokonaiskuva modernien älykkäiden oppimisjärjestelmien
kehityksestä sekä toteutustavoista.
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Kuva 16: SimSE [28].
7 Älykkäiden oppimisjärjestelmien tekninen
toteutus
Tutkielmaa varten kerätyt älykkäät oppimisjärjestelmät ovat löydetty
SIGCSE-konferenssissa julkaistuista artikkeleista vuosilta 2009–2014. Tässä
luvussa tarkastellaan kuinka näiden järjestelmien toteutustavat ovat
muuttuneet näiden vuosien aikana. Muutokset erotellaan tutkimalla
järjestelmien yleisluontoisia ominaisuuksia. Nämä ominaisuudet esitellään
osana seuraavia kysymyksiä, joihin tässä luvussa vastataan:
• Minä vuonna järjestelmä on julkaistu?
• Onko järjestelmä web-pohjainen vai työpöytäsovellus?
• Vaatiiko tai tarjoaako järjestelmä rekisteröitymistä?
• Kerääkö järjestelmä tietoa käyttäjästä?
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• Onko järjestelmä muista järjestelmistä riippuvainen vai toimiiko järjes-
telmä itsenäisesti?
• Onko järjestelmälle annettava syöte etukäteen määriteltyä, vapaata tai
jostain siltä väliltä?
• Onko järjestelmän antama tuloste geneeristä, kustomoitua tai jostain
siltä väliltä?
Edellä mainitut ominaisuudet täytyy määritellä ennen kuin niitä voidaan
tarkastella. Määrittelyt ovat seuraavat:
• Julkaisuvuosi: Kaikista artikkeleista ei ilmene tarkkaan milloin järjes-
telmä on julkaistu. Juha Sorvan väitöskirjan ”Visual Program Simu-
lation in Introductory Programming Education” tapaan julkaisuvuosi
määritellään epäselvissä tilanteissa vuotena, jolloin järjestelmästä ker-
tova artikkeli julkaistiin tai vuotena, jolloin järjestelmää on ensimmäi-
sen kerran mainittu käytettävän opetuksessa [67]. Muutoin julkaisu-
vuosi on vuosi, jolloin järjestelmän ensimmäinen versio on julkistettu.
• Web-pohjaisuus: Järjestelmä on web-pohjainen, jos sitä ajetaan selai-
men kautta eikä siten vaadi, että käyttäjän koneelle tulisi asentaa mi-
tään.
• Rekisteröityminen: Järjestelmä vaatii rekisteröitymistä tai järjestelmä
tarjoaa rekisteröitymistä lisäominaisuuksien saavuttamiseksi (esimer-
kiksi käyttäjän edistymisen seuranta).
• Tiedonkeräys: Järjestelmä kerää tietoa käyttäjästä (esimerkiksi taltioi
kuinka käyttäjä on ratkaissut ohjelmointitehtävän) tai pitää kirjaa
käyttäjän työstä tämän puolesta (esimerkiksi pilvitallennus).
• Prosessointi: Järjestelmän prosessointi on itsenäistä, jos se suorittaa
laskennan omillaan. Jos järjestelmä koostuu useista palveluista, mut-
ta ne eivät ole ulkoisia palveluita, on laskenta edelleen itsenäistä. Jär-
jestelmän prosessointi on riippuvaista, jos järjestelmä käyttää ulkoisia
palveluita hyväkseen tai ei toimi ilman niitä (esimerkiksi sisäänkirjau-
tuminen vaatii Google-tunnusta).
• Syöte: Järjestelmälle annettu syöte on joko määriteltyä, vapaamuotois-
ta tai siltä väliltä. Määritelty syöte tarjoaa käyttäjälle rajoittuneet ja
selkeät vaihtoehdot syötteen antamiselle (esimerkiksi erilaisia operaa-
tioita suorittavat napit). Vapaamuotoinen syöte voi olla esimerkiksi oh-
jelmakoodia tai muita käskyjä, joissa käyttäjällä on mahdollisuus an-
taa mielivaltaista syötettä järjestelmälle. Yleensä järjestelmät mahdol-
listavat sekä määritellyn että vapaamuotoisen syötteen annon.
37
• Tuloste: Järjestelmän palauttama tuloste luodaan käyttäjän syötteen
perusteella. Tuloste on joko geneerinen, kustomoitu tai siltä väliltä.
Kustomoitu tuloste ottaa huomioon käyttäjän syötteen ja kontekstin.
Geneerinen tuloste näyttää aina samalta syötteestä ja kontekstista
huolimatta. Esimerkiksi ohjelmointitehtäviä tarkistava järjestelmä
tuottaa geneeristä tulostetta silloin, kun palautteena kerrotaan vain
onko ratkaisu oikein vai väärin. Kustomoitu tuloste on
yksityiskohtaisempi ja ohjaa käyttäjää.
Kyseiset ominaisuudet ovat olennaisia nykyaikaisissa älykkäissä
oppimisjärjestelmissä ja siksi kiinnostavia. Järjestelmän julkaisuvuotta
käytetään vertailukohtana muina vuosina julkaistuihin järjestelmiin. Näin
nähdään kuinka eri vuosina julkaistut järjestelmät mahdollisesti eroavat
toisistaan ja onko samana vuonna julkaistuissa järjestelmissä nähtävissä
yhteneväisyyksiä muiden ominaisuuksien suhteen.
Web-selaimet ovat laajasti levinneet ja lähes jokaisen käyttöjärjestelmän
oletusohjelmistoon kuuluu selain. Täten web-pohjaisten ohjelmien
kehittäminen on yleistä, koska käyttäjillä on valmiina ympäristö, jolla
web-pohjaista ohjelmaa käytetään. Ohjelman käyttöä varten ei yleensä
tarvita asennustoimenpiteitä eikä päivityspaketteja tarvitse ladata ja
asentaa. Jos ohjelma päivitetään, niin ohjelman nykyinen versio korvataan
päivitetyllä ohjelmalla ja julkaistaan uudelleen webiin, käyttäjän
huomaamatta. Lisäksi web-teknologioiden kehittyminen on kasvattanut
web-pohjaisten ohjelmien määrää suuresti [58]. Kehityksen myötä webissä
on tarjolla yhä enemmän sivustoja, jotka tarjoavat ilmaista ohjelmoinnin
opetusta [47, 58]. Esimerkiksi etenkin viime vuosina massiiviset avoimet
verkkokurssit (MOOC – Massive Open Online Course) ovat nostaneet
suosiotaan [73]. Web-pohjaisuuden ollessa yhä suositumpaa ja
edistyneempää on mielenkiintoista tarkastella kuinka moni älykäs
oppimisjärjestelmä on selaimessa ajettava ja näkyykö älykkäissä
järjestelmissä web-pohjaisuuden suosion nousua vuosien 2009–2014 välillä.
Rekisteröinnin vaatiminen tai tarjoaminen voi olla osa järjestelmää. Re-
kisteröinnillä tunnistetaan käyttäjä ja sitä kautta käyttäjästä voidaan esi-
merkiksi kerätä tietoa. Vaihtoehtoisesti järjestelmää voi käyttää ilman re-
kisteröitymistä, mutta sillä tarjotaan houkuttelevia lisäominaisuuksia. On
mielenkiintoista nähdä kuinka moni älykäs oppimisjärjestelmä tarjoaa rekis-
teröitymistä esimerkiksi sen takia, että käyttäjistä voidaan kerätä tietoa ja
siten järjestelmän käyttöä pystytään parantamaan.
Kustomoidun tulosteen tuottamiseksi älykkäiden oppimisjärjestelmien
tulee kerätä tietoa käyttäjän teoista [16]. Järjestelmä voi tallentaa tietoa esi-
merkiksi koostaakseen raportteja ja analyyseja käyttäjästä. Tiedonkeräystä
käytetään yleensä järjestelmän tai opetuksen kehittämiseen. Tällaista toi-
mintaa varten on kehitetty tieteenala nimeltä ”educational data mining”, jo-
ka tarkoittaa opetuskäyttöön suunnattua tiedonlouhintaa [5]. Opetuskäyt-
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töön suunnatulla tiedonlouhinnalla pyritään ymmärtämään kuinka opiskeli-
jat oppivat asioita [57]. Opetuskäyttöön suunnattu tiedonlouhinta on vielä
tuore tieteenala, joka kulminoitui vuonna 2008, jolloin perustettiin aiheel-
le omistettu vuosittainen konferenssi nimeltä ”International Conference on
Educational Data Mining” [5]. Lisäksi vuonna 2011 tieteenalalle on perustet-
tu kansainvälinen yhteisö nimeltä ”International Educational Data Mining
Society” [1]. Tieteenalassa kehitetään menetelmiä sellaisen tiedon keräämi-
seen ja tutkimiseen, joka saadaan erilaisista opetusympäristöistä, kuten esi-
merkiksi verkkokursseilta. Kehitettyjen menetelmien avulla pyritään ymmär-
tämään paremmin opiskelijoita, käytettyjä opetusmalleja ja -järjestelmiä ja
kehittämään siten opetusta. Opetuskäyttöön suunnatulla tiedonlouhinnalla
on neljä avainaluetta [5, 57], jossa sitä sovelletaan opetuksessa ja opetuksen
kehittämisessä:
1. Yksityiskohtaisen tiedon keräys opiskelijoista, esimerkiksi heidän luon-
teenpiirteistä, asenteista ja älykkyydestä. Tiedon avulla pystytään en-
nustamaan opiskelijan käyttäytymistä ja suorituskykyä. Mallintamalla
yksittäisten opiskelijoiden eroavaisuudet voidaan kehittää älykäs op-
pimisjärjestelmä mukautumaan opiskelijoiden eroihin ja soveltamaan
erilaisia opetusstrategioita yksittäiselle henkilölle.
2. Olemassaolevan opetusmallin kehittäminen paremmaksi tai pyritään
kerätyn tiedon perusteella löytämään kokonaan uusi opetusmalli. Ope-
tusmallin tarkoituksena on kuvailla mitä asioita opiskelijan tulisi oppia
ja miten oppiminen on mahdollisimman optimaalista.
3. Oppimisjärjestelmän tarjoaman tukiopetuksen tarkastelu. Tarkoitukse-
na on tutkia miten oppimisjärjestelmä vaikuttaa opiskelijan oppimi-
seen ja millainen opiskelijalle tarjottu tuki on kaikkein tehokkainta.
4. Tutkimustyö opiskelijoiden oppimisesta, kun käytössä on tietty älykäs
oppimisjärjestelmä ja opetusaihe. Tutkimus tapahtuu luomalla näis-
tä kolmesta yhdistelmästä (opikelija, opetusaihe, oppimisjärjestelmä)
laskennallinen malli, jolloin saadaan tietoa oppimisen tehokkuudesta
tässä tietyssä asetelmassa.
Brusilovskyn ja kumppaneiden artikkelissa ”Increasing Adoption of
Smart Learning Content for Computer Science Education” puhutaan
älykästä oppimissisältöä tarjoavista ohjelmista, jotka vastaavat älykkäitä
oppimisjärjestelmiä [16]. Älykkään oppimisjärjestelmän keskeisin piirre on
interaktiivisuus, joka koostuu syötteen annosta, järjestelmän tekemästä
prosessoinnista ja tulosteen palauttamisesta. Syötteen ja tulosteen laadulla
voidaan määritellä järjestelmän älykkyyden taso [16]. Mitä
vapaamuotoisempi syöte ja mitä kustomoidumpi tuloste, sen älykkäämpi
järjestelmä on.
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Edellä mainittuihin kysymyksiin ja kysymyksissä esitettyihin
ominaisuuksiin (web-pohjaisuus, tiedonkeräys ja niin edelleen) saadaan
vastaukset käymällä läpi jokainen kartoitettu järjestelmä. Läpikäynnin
pohjalta on laadittu taulukko jokaiselle ominaisuudelle. Taulukoista
nähdään kuinka monessa järjestelmässä tietty ominaisuus on toteutunut
vuosittain. Tulosten pohjalta koostetaan siis johtopäätös kuinka älykkäiden
oppimisjärjestelmien tekninen toteutus on muuttunut vuosien 2009–2014
aikana. Tarkemmat taulukot yksittäisistä järjestelmistä ja niiden
ominaisuuksista ovat listattuna liitteissä A, B, C ja D. Näiden liitteiden
sisältäviin taulukkoihin 15, 16, 17, 18 ja 19 tullaan viittaamaan seuraavissa
aliluvuissa useasti.
7.1 Web-pohjaisuus
Web-pohjaiset järjestelmät ovat nostaneet suosiotaan ohjelmoinnin alkeiso-
petuksessa. Ensinnäkin ne ovat aloittelijaystävällisiä, koska ne eivät vaadi
käyttäjältä minkäänlaisia asennustoimenpiteitä toisin kuin työpöytäsovelluk-
set [29, 37]. Web-pohjainen järjestelmä sisältää valmiiksi kaikki tarvittavat
ominaisuudet. Lisäksi selaimelle suunnitellut ohjelmat ovat käyttöliittymil-
tään yksinkertaisempia verrattuna työpöytäsovelluksiin, jotka sisältävät pal-
jon erilaisia valikoita ja nappeja [29]. Käyttöliittymän yksinkertaisuudella












Taulukosta 2 näkyy web-pohjaisten älykkäiden oppimisjärjestelmien
määrät vuosien 2009–2014 aikana. Luvuista nähdään, että niin
web-pohjaisia järjestelmiä kuin työpöytäsovelluksia on kehitetty melko
tasaisesti. Viiden vuoden aikavälillä selvää suosiota suuntaan tai toiseen ei
ole suoraan havaittavissa.
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Eroja on havaittavissa, kun web-pohjaisia järjestelmiä tarkastelee niiden
luokitusten mukaan. Yhteensä 14 kappaletta eli noin 74% web-pohjaisista
järjestelmistä on ohjelmointiympäristöjä, mikä ilmenee taulukosta 18. Taulu-
koista 15 ja 16 nähdään, että visualisointi- ja simulointijärjestelmät ovat suu-
rimmaksi osaksi työpöytäsovelluksia. Noin 29% (6 kappaletta) visualisointi-
ja simulointijärjestelmistä ovat web-pohjaisia. Oppimispelit koostuvat pel-
kästään työpöytäsovelluksista ja taulukon 19 perusteella web-pohjaisia oppi-
mispelejä ei ole julkaistu edellä mainitulla aikavälillä. Lopuksi taulukosta 17
huomataan, että sekä arviointi- että tuutorointijärjestelmistä löytyy tasapuo-
lisesti web- ja työpöytäsovelluksia. Web-pohjaisia arviointi- ja tuutorointijär-
jestelmiä on 2 kappaletta eli niiden osuus on 40%. Muutoksia kehityksessä ei
näy, vaikka luokituksia tarkastellaan yksittäisesti.
Web-pohjaisuus on ohjelmointiympäristöissä yleistä, koska useat ohjel-
mointiympäristöt tarjoavat muutakin sisältöä kuin työkalut koodin kirjoitta-
miseen ja ajamiseen. Esimerkkejä oheissisällöstä on ohjelmointiympäristöön
liitetty oppimateriaali ja tehtävät sekä yhteisö, jossa käyttäjät voivat keskus-
tella kyseisen järjestelmän puitteissa opetettavasta aiheesta [4, 55, 58]. Ma-
teriaalia ja tehtäviä on helpompi hallinnoida ja julkaista webissä kuin panna
käyttäjät lataamaan uuden työpöytäversion. Aiemmin mainittu aloittelijays-
tävällisyys on myös vaikuttava tekijä. Ohjelmointiympäristöt ovat useimmi-
ten suunnattu aloittelijoille, joille pyritään tekemään ohjelmoinnin opiskelus-
ta mahdollisimman lähestyttävää. Tämä onnistuu tekemällä järjestelmistä
web-pohjaisia, jolloin käyttäjän ei tarvitse asentaa mitään. Lisäksi jotkut oh-
jelmointiympäristöt tarjoavat tehtäviä ja pitävät kirjaa käyttäjän tekemistä
tehtävistä, jolloin omaa edistymistään pystyy seuraamaan.
Simulointi- ja visualisointijärjestelmät ovat lähes poikkeuksetta työpöytä-
sovelluksia, koska ne ovat enemminkin tarkoitettu käyttäjän omaksi iloksi.
Järjestelmien käyttämisestä ei palkita eivätkä ne tarjoa tehtäviä. Näiden jär-
jestelmien käyttötarkoitus on tukea oppimista sen sijaan, että ne ovat ope-
tuksessa keskeisessä roolissa. Niiden tarjoamat ominaisuudet ja opetusaiheet,
joissa niitä käytetään ovat tarkasti rajattuja, joten järjestelmien jatkuvalle
kehittämiselle ei ole tarvetta.
Arviointi- ja tuutorointijärjestelmien taulukosta 17 huomataan, että tuu-
torointijärjestelmät ovat web-pohjaisia (AlgoTutor), kun taas arviointijär-
jestelmät ovat suurimmaksi osaksi työpöytäsovelluksia. Tuutorointijärjestel-
mien web-pohjaisuus on perusteltu sillä, että niitä on helpompi ylläpitää ja
kerätty tieto voidaan keskittää yhdelle palvelimelle, mikä edesauttaa tiedon
analysointia ja käsittelyä [43, 48, 76]. Arviointijärjestelmät sen sijaan koos-
tuvat komentosarjoista (scripts) tai toimivat lisäosina muille järjestelmille
tai ohjelmakoodille. Ne suorittavat tarkistustoimenpiteitä ja laskentaa ar-
vioinnin suorittamiseksi. Toisin sanoen ne toimivat osana muuta järjestel-
mää, jotka eivät itsessään ole web-pohjaisia [9, 13]. Kartoitetuista järjestel-
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mistä CrowdGrader on ainoa web-pohjainen arviointijärjestelmä. Se toimii
itsenäisesti sekä arviointi perustuu osittain muiden käyttäjien arvioihin, jol-
loin web-pohjaisuus on perusteltua [4].
Pelit ovat myös suurimmaksi osaksi työpöytäsovelluksia, mikä selittynee
työpöydälle suuntautuvilla työkaluilla ja pelimoottoreilla. Selaimet pelialus-
tana ovat myös suhteellisen tuoreita verrattuna siihen kuinka kauan pelejä
on tehty, jolloin työpöytäpelit ovat ehtineet kypsyä ja vakiinnuttaa aseman-
sa.
7.2 Rekisteröityminen
Rekisteröityminen tarkoittaa, että käyttäjällä ei ole pääsyä järjestelmään ellei
hän luo tunnusta ensin. Vaihtoehtoisesti rekisteröityminen on vapaaehtoista,











Taulukosta 3 nähdään kartoitetuista järjestelmistä vuosilta 2009–2014
kuinka monessa järjestelmässä on rekisteröitymismahdollisuus. Lähes jokai-
selta vuodelta on vain muutama järjestelmä, joka tarjoaa rekisteröitymis-
tä eikä tässäkään ominaisuudessa ole nähtävissä kehitystä rekisteröitymisen
suosion nousuun tai laskuun. Pääosin järjestelmissä ei ole rekisteröitymistä.
Luokittain tarkasteltuna nähdään taulukoista 15 ja 16, että yksikään
simulointi- tai visualisointijärjestelmä ei tarjoa rekisteröitymistä. Kuten
luvussa 7.1 todettiin, nämä järjestelmät ovat omatoimiseen harjoitteluun
tarkoitettuja työkaluja, joiden käyttämisestä ei harjoittelijaa palkita eivätkä
ne tarjoa tehtäviä tai oppimateriaalia. Työkalujen käyttötarkoitus on tarkasti
rajattu, eikä niiden jatkuvalle kehittämiselle ole tarvetta. Rekisteröityminen
olisi perusteltua, jos järjestelmät olisivat suoraan liitetty jollekin kurssille ja
niitä käytettäisiin osana arvostelua.
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Arviointijärjestelmistä vain ne järjestelmät vaativat rekisteröitymistä,
joita käytetään osana opetusta siten, että niiden käyttämisestä annetaan
arvosanaa korottavia pisteitä [4, 9]. Loput järjestelmät taulukossa 17 ovat
yleiskäyttöisiä työkaluja, jotka ovat tarkoitettu omatoimiseen harjoitteluun.
Jako rekisteröitymistä vaativien ja vapaasti käytettävien järjestelmien välillä
on tasainen.
Ohjelmointiympäristöistä noin 68% (13 kappaletta) tarjoaa rekisteröity-
mismahdollisuuden, kuten taulukko 18 osoittaa. Kun tarkastellaan järjes-
telmiä, jotka eivät tarjoa rekisteröitymistä, huomataan, että suuri osa näis-
tä ovat puhtaita ohjelmointiympäristöjä, joiden ympärille ei ole rakennettu
muuta sisältöä, kuten tehtäviä tai oppimateriaalia [12, 20, 44, 69]. Tällaiset
järjestelmät toimivat pelkästään työkaluina ja oppimisen tukena. Rekisteröi-
tymistä tarjoavat järjestelmät sisältävät tehtäviä, keskustelualueita, oman
etenemisen seurantaa ja niin edelleen.
Oppimispeleistä taulukko 19 näyttää, että Curiosity Grid vaatii rekis-
teröitymisen, koska se on moninpeli ja käyttäjien pääsyä peliin valvotaan
häiriköiden ehkäisemiseksi [40]. Lisäksi pelin palvelimelle tallennetaan käyt-
täjien pelihahmot ja pelimaailmassa tuotetut 3D-mallit.
7.3 Tiedonkeräys
Tiedonkeräyksessä tyypillisesti tallennetaan käyttäjien tekemän harjoittelun
edistyminen järjestelmän palvelimelle automatisoidusti [4, 9, 29]. Yksinker-
taisimmillaan järjestelmä tallentaa tehdyn työn opiskelijan puolesta. Edis-
tyneemmissä tapauksissa järjestelmä voi itse tarjota opiskelijalle tehtäviä.
Tehtävät palautetaan järjestelmälle, joka arvostelee ne ja tarjoaa uusia teh-
täviä vanhojen tilalle. Järjestelmä pitää tallessa mitä tehtäviä opiskelija on
tehnyt, opiskelijan ratkaisut ja ansaitut pisteet.
Toinen käyttötarkoitus tiedonkeräykselle on tutkimustyö ja opetuksen
kehittäminen. Tehtävien teosta voidaan edellisten asioiden lisäksi kerätä sta-
tistiikkaa, kuten esimerkiksi kuinka kauan opiskelija on työstänyt tehtävää,
montako kertaa hän on yrittänyt palauttaa sen ja mitä virheitä hän on teh-
nyt [48]. Vaihtoehtoisesti kerätään tietoa opiskelijoiden suorituksesta taltioi-
malla prosessi siitä miten hän on päätynyt tehtävän ratkaisuun esimerkik-
si tallentamalla jokainen näppäimenpainallus opiskelijan tehdessä tehtävää
[38, 72]. Kerätyistä tiedoista voidaan päätellä muun muassa onko jokin teh-












Taulukosta 4 nähdään kuinka monet vuosina 2009–2014 julkaistut jär-
jestelmät suorittavat tiedonkeräystä. Luvut pysyvät jokaisena vuotena suh-
teellisen samankaltaisina. Tiedonkeräys ei ole taulukon lukujen perusteella
kovin suurta eikä se ole yleistynyt vuosien 2009–2014 välisenä aikana.
Tiedonkeräys on sidoksissa rekisteröitymiseen. Rekisteröityneistä käyt-
täjistä kerätään tietoa tai talletetaan tietoa heidän puolestaan, kuten esi-
merkiksi heidän kirjoittamaa koodia tai tehtävävastauksia. Kuten aiemmin
luvussa 7.2 mainittiin, simulointi- ja visualisointijärjestelmät eivät tarjoa re-
kisteröitymismahdollisuutta. Taulukoista 15 ja 16 nähdään vastaavasti, että
yksikään simulointi- tai visualisointijärjestelmä ei kerää käyttäjistä tietoa.
Syy on sama kuin rekisteröitymisen osalta: tiedonkeräykselle ei ole tarvetta,
koska järjestelmät ovat omatoimiseen opiskeluun tarkoitettuja eivätkä ne ole
sidoksissa esimerkiksi joillekin kursseille osana arvostelua. Järjestelmät eivät
myöskään tarjoa tehtäviä, joiden haastavuutta tulisi tarkkailla ja kehittää.
Arviointi- ja tuutorointijärjestelmät sen sijaan keräävät käyttäjistä
tietoa. Taulukon 17 tiedoista huomataan, että 60% (3 kappaletta)
järjestelmistä suorittaa tiedonkeräystä. Tuutorointijärjestelmät keräävät
käyttäjistä tietoa, jotta ne voivat tarjota yksittäisille käyttäjille räätälöityä
opastusta [48, 53]. Vastaavasti arviointijärjestelmät hallinnoivat käyttäjien
vastauksia ja arvostelevat ne [54]. Molemmille järjestelmätyypeille on siten
olennaista kerätä tietoa. Ainoastaan kaksi järjestelmää taulukossa 17 eivät
kerää käyttäjistä tietoa ja molemmat ovat arviointijärjestelmiä. Assessment
tool –järjestelmään syötetään tarvittavat tiedot käsin, syötteen perusteella
tehty arviointi on automatisoitua [19]. Hairball taas on lisäosa
Scratch-ohjelmille, joka tarkistaa sille käsin syötetyt Scratch-tiedostot [13].
Ohjelmointiympäristöistä suuri osa kerää tietoa käyttäjistä. Lähes kaikki
ohjelmointiympäristöt, jotka tarjoavat rekisteröitymisen keräävät myös tie-
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toa. Tiedonkeräys on suurimmaksi osaksi käyttäjien työn tallentamista jär-
jestelmien omille palvelimille [25, 29, 55], mutta osa kerää myös tarkempaa
tietoa, kuten miten tehtäviä on tehty tai kauanko aikaa niihin on kulutettu
[72]. Taulukon 18 mukaan 63% (12 kappaletta) ohjelmointiympäristöistä ke-
räävät tietoa. Järjestelmät, jotka eivät kerää tietoa ovat tarkoitettu koodin
kirjoittamiseen ja ajoon eivätkä nämä järjestelmät tarjoa muuta sisältöä.
Taulukosta 19 näkee, että oppimispeleistä vain yksi järjestelmä kerää
tietoa käyttäjistä. Kuten aiemmin todettiin, tämä järjestelmä nimeltään
Curiosity Grid on moninpeli ja vaatii rekisteröitymisen, jotta peliä pääsee
pelaamaan. Pelaajan hahmo ja pelimaailmassa tehdyt työt tallennetaan pelin
palvelimelle [40].
7.4 Prosessointi
Prosessoinnin osalta tutkitaan kuinka moni järjestelmä toimii itsenäisesti ja
kuinka moni on riippuvainen ulkoisesta palvelusta. Järjestelmä voi koostua
monesta alijärjestelmästä, kuten selainpuolen sovelluksesta ja palvelimesta.
Jos järjestelmän kehittäjillä on kontrolli kaikista palveluista, joista järjestel-
mä koostuu, on sen prosessointi itsenäistä. Muutoin puhutaan ulkoisista pal-
veluista, joiden hallintaan ei ole pääsyä, vaan niitä käytetään niiden tarjoa-
mien rajapintojen kautta. Ulkoisiin palveluihin muodostuu riippuvuussuhde,











Taulukossa 5 on listattuna itsenäistä ja riippuvaista prosessointia suo-
rittavien järjestelmien määrä vuosien 2009–2014 välillä. Järjestelmistä noin
78% ovat itsenäisesti toimivia ja riippuvaisten järjestelmien osuus on noin
22%. Suurin osa järjestelmistä toimii siis itsenäisesti.
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Simulointi- ja visualisointijärjestelmien on aiemmin mainittu olevan itse-
näisesti toimivia ja omatoimiseen harjoitteluun tarkoitettuja ohjelmia, jotka
eivät vaadi rekisteröitymistä eivätkä ne kerää tietoa käyttäjistä. Taulukoissa
15 ja 16 itsenäisesti toimivien järjestelmien määrä on noin 81% (17 kappa-
letta), jolloin riippuvaisten järjestelmien osuus jää 19%:iin (4 kappaletta).
Neljä riippuvaista järjestelmää ovat Graph Sketching Tool, CodeBrowser, Si-
mulation Creation Toolkit ja Kyouko. Graph Sketching Tool on sokeille kehi-
tetty työkalu, jolla voi luoda, muokata ja jakaa verkkokaavioita. Työkalu on
suoraan riippuvainen JAWS-näytönlukijasta13 [6]. CodeBrowser visualisoi
lähdekoodimuutoksia, mutta se saa kyseiset muutokset tietokokoelmina ul-
koisista palvelimista [38]. Simulation Creation Toolkit on taas peliohjelmoin-
tityökalu AgentCubesin14 päälle rakennettu lisäosa, jolla luodaan 3D-olioita
toimimaan tiettyjen käyttäytymismallien mukaisesti [8]. Lopuksi Kyouko on
virtuaalinen näytönohjain, jota täytyy ajaa QEMU-emulaattorilla [23]. Muut
järjestelmät ovat itsenäisesti toimivia.
Arviointi- ja tuutorointijärjestelmät ovat myös pitkälti itsenäisesti toimi-
via järjestelmiä, kuten taulukko 17 osoittaa. Vaikka tämän tyyppiset järjes-
telmät voisi mieltää riippuvaisiksi tai lisäosiksi muihin järjestelmiin, ei näin
ole. Kuitenkin taulukossa listatut järjestelmät ovat suunniteltu itsenäisik-
si, suuriksi kokonaisuuksiksi, joista löytyy arvioinnin ja tuutoroinnin ohella
materiaali ja tehtävät, joiden perusteella arviointia ja tuutorointia tehdään
[4, 43, 76]. Yksi järjestelmä on prosessoinniltaan riippuvainen. Tämä järjes-
telmä on Hairball. Hairball tarvitsee syötteekseen Scratchilla tehtyjä ohjel-
mia, joille se suorittaa tarkistusta [13]. Arviointi- ja tuutorointijärjestelmis-
tä itsenäisesti toimii 80% (4 kappaletta), jolloin riippuvaisten järjestelmien
osuus on 20% (1 kappale).
Ohjelmointiympäristöissä toistuu sama ilmiö kuin aiemmissa
järjestelmätyypeissä. Taulukko 18 osoittaa, että itsenäisesti toimivien
järjestelmien osuus on noin 74% (14 kappaletta) ja riippuvaisten
järjestelmien osuus on noin 26% (5 kappaletta). Ohjelmointiympäristöissä
riippuvaisten järjestelmien prosentuaalinen osuus on hiukan suurempi kuin
simulointi-, visualisointi-, arviointi- ja tuutorointijärjestelmissä. Riippuvaiset
järjestelmät käyttävät muita tunnettuja palveluita. Esimerkiksi App
Inventor käyttää Google-tunnuksia sisäänkirjautumiseen ja CS Circles
käyttää koodin visualisointiin Online Python Tutoria [58].
Oppimispelien prosessointi on odotetusti itsenäistä, koska ne ovat itse-
näisiä työpöytäsovelluksia. Siten ne eivät ota yhteyttä ulkoisiin palveluihin.





Järjestelmälle annettu syöte voi olla joko määriteltyä, vapaata tai siltä väliltä.
Vapaa syöte on mielivaltaista syötettä, jonka käyttäjä voi järjestelmälle
syöttää ja järjestelmä osaa käsitellä sen. Teoriassa vapaassa syötteessä on
virheen mahdollisuus, kun taas määritellyssä syötteessä ei. Määritelty syöte




2009 0 3 4
2010 0 5 7
2011 0 2 4
2012 0 3 4
2013 0 6 3
2014 0 1 4
Yhteensä 0 20 26
Taulukko 6: Syöte
Taulukossa 6 on listattuna kuinka moni järjestelmä kunakin vuonna tar-
joaa vapaamuotoista, määriteltyä tai sekä vapaata että määriteltyä syötettä.
Käytännössä missään järjestelmässä sille annettava syöte ei ole täysin vapaa-
muotoista, vaan järjestelmä sisältää sekä vapaata että määriteltyä syötettä.
Taulukosta nähdään, että on olemassa tasapuolisesti järjestelmiä, joissa on
määriteltyä tai sekä määriteltyä että vapaamuotoista syötettä. Toisin kuin
rekisteröitymisen, tiedonkeräyksen ja prosessoinnin tapauksessa, eri tyyppis-
tä syötettä esiintyy tasaisesti järjestelmien kesken, kun taas edellä mainituis-
sa ominaisuuksissa järjestelmät kallistuivat enemmän tiettyyn suuntaan. Esi-
merkiksi järjestelmät eivät suurimmaksi osaksi keränneet käyttäjistä tietoa.
Simulointi- ja visualisointijärjestelmien tapauksessa syötteen tyyppi ja-
kaantuu tasaisesti. Taulukoiden 15 ja 16 mukaan noin 52% (11 kappaletta)
järjestelmistä tarjoavat määriteltyä syötettä, kun taas 48% (10 kappaletta)
sisältää sekä vapaata että määriteltyä syötettä. Kun vielä tarkastellaan erik-
seen itse visualisointi- ja simulointijärjestelmiä, huomataan että simulointi-
järjestelmistä lähes 60% (6 kappaletta) sisältää pelkästään määriteltyä syö-
tettä. Visualisointijärjestelmien tapauksessa sama osuus on noin 36% (4 kap-
paletta). Visualisointijärjestelmien pieni osuus selittyy sillä, että monet näis-
tä järjestelmistä visualisoivat ohjelmakoodia, jonka käyttäjä itse kirjoittaa
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[14, 18, 37]. Ohjelmakoodin kirjoittaminen on vapaamuotoista syötettä. Si-
mulointijärjestelmien avulla tutkitaan useissa tapauksissa tietokoneen arkki-
tehtuuria ja käyttäytymistä, joka tapahtuu syöttämällä simulaattorille eri-
laisia etukäteen määriteltyjä operaatioita [15]. Vapaata syötettä sisältävät
simulointijärjestelmät koostuvat etukäteen määritellyistä operaatioista sekä
symbolisen konekielen kirjoittamisesta ja sen ajamisesta [30].
Arviointi- ja tuutorointijärjestelmät kallistuvat enemmän etukäteen mää-
ritellyn syötteen puolelle. Taulukko 17 paljastaa, että 60% järjestelmistä (3
kappaletta) sisältävät vain määriteltyä syötettä. Sekä vapaamuotoisen että
määritellyn syötteen yhdistelmiä tarjoavien järjestelmien osuus on 40% (2
kappaletta). Arviointijärjestelmien tapauksessa määritelty syöte on odotet-
tua. Käyttäjällä on ratkaisu, joka lähetetään järjestelmälle tarkistettavak-
si tietyllä komennolla [9, 13]. Yksi arviointijärjestelmä sisältää myös vapaa-
muotoista syötettä, koska kyseiseen järjestelmään kuuluu muitakin toimin-
nallisuuksia kuin annetun tehtävän tarkistus, kuten esimerkiksi käyttäjien
keskinäinen viestittely [4]. Myös yksi tuutorointijärjestelmä sisältää vapaa-
muotoista syötettä, koska kyseessä on algoritmien kehittämistaitoja opetta-
va sovellus, jossa algoritmien lukemisen ja läpikäymisen lisäksi algoritmeja
kirjoitetaan itse [76].
Toisin kuin arviointi- ja tuutorointijärjestelmien tapauksessa, ohjelmoin-
tiympäristöissä syötteen tyyppi painottuu enemmän sekä vapaamuotoiseen
että määriteltyyn syötteeseen. Taulukon 18 mukaisesti tällaisten järjestel-
mien osuus kaikista ohjelmointiympäristöistä on noin 68% (13 kappaletta).
Määriteltyä syötettä tarjoavien järjestelmien osuus on siten 32% (6 kappalet-
ta). Ohjelmakoodin kirjoittaminen lukeutuu vapaamuotoiseksi syötteeksi ja
kuten luvussa 5 määriteltiin, ohjelmointiympäristöjen pääasiallinen tarkoitus
on antaa käyttäjän kirjoittaa ja ajaa ohjelmia. Toisekseen ne voivat olla oh-
jelmoinnin oppimista tukevia työkaluja, joissa ohjelmakoodin kirjoittamisen
sijasta keskitytään muihin asioihin, kuten testaukseen tai koodin lukemiseen.
Määriteltyä syötettä sisältävistä ohjelmointiympäristöistä 33% (2 kappalet-
ta) opettavat lohkopohjaista ohjelmointia, jossa käyttäjä muodostaa koodin
valmiista lohkoista yhdistellen niitä eri tavalla [20, 75]. Ongelmien ratkai-
sutaitoja ja lukemista edistävien ohjelmointiympäristöjen osuus on 50% (3
kappaletta) määriteltyä syötettä sisältävistä järjestelmistä [17, 39, 77]. Täl-
laisissa järjestelmissä käyttäjälle annetaan ongelma, esimerkiksi toimimaton
koodinpätkä, josta pitää havaita virheen sijainti tai vaihtoehtoisesti valita
annetuista vaihtoehdoista oikea vastaus. Viimeinen määriteltyä syötettä si-
sältävä järjestelmä tarjoaa oppimateriaalia ja tehtäviä, jotka järjestelmä tar-
kistaa [55].
Oppimispeleistä Curiosity Grid sisältää sekä vapaamuotoista että määri-
teltyä syötettä. Pelissä pelaaja pääsee kirjoittamaan koodia luomilleen 3D-
malleille [40]. Kirjoitettu koodi on vapaamuotoista syötettä, kun taas määri-
teltyä syötettä on esimerkiksi pelimaailmassa liikkuminen.
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7.6 Tuloste
Älykkäiden oppimisjärjestelmien tuloste voi olla joko geneeristä tai kusto-
moitua. Tuloste annetaan käyttäjän syötteen perusteella. Geneerinen tuloste
on viesti, joka ei ota huomioon käyttäjää tai kontekstia. Toisin sanoen an-
nettu tuloste on aina samanlainen käyttäjästä tai tilanteesta riippumatta.
Esimerkiksi, kun palautetaan väärin tehty tehtävä, järjestelmä ilmoittaa teh-
tävän vain olevan väärin, mutta ei kerro tarkemmin esimerkiksi mikä osa
tehtävästä meni pieleen, mikä osa meni oikein ja niin edelleen. Kustomoitu











Taulukossa 7 näkyy kuinka moni järjestelmä antaa geneeristä tai kus-
tomoitua tulostetta käyttäjän syötteen perusteella. Tämän ominaisuuden
suhteen painotus on selkeästi kustomoidun tulosteen puolella ja käytännös-
sä geneerinen tuloste on harvinaista. Varsinaista muutosta tulosteen laadun
kehityksessä ei ole nähtävissä, vaan geneerinen tuloste pysyy vähäisenä ja
kustomoitu tuloste suurena jokaisena vuotena suhteessa toisiinsa.
Simulointi- ja visualisointijärjestelmistä noin 90% (19 kappaletta) tuot-
taa kustomoitua tulostetta. Taulukoista 15 ja 16 näkyy tiedot tulosteen tyy-
pistä. Geneeristä tulostetta tuottavat järjestelmät sisältävät harjoitustehtä-
viä, joissa ohjelma kertoo vain onko tehtävä tehty oikein vai väärin [70, 71].
Visualisointijärjestelmien kustomoitu tuloste on oletettua, koska järjestelmis-
sä visualisoinnin tulee mukautua ohjelmakoodiin, jonka perusteella visuali-
sointia tehdään. Simulointijärjestelmät toimivat vastaavanlaisesti: käyttäjä
käsittelee simuloitavaa ilmiötä tietyllä tavalla ja operoinnin tuloksena luo-
daan simulaatio.
Arviointi- ja tuutorointijärjestelmät tuottavat pelkästään kustomoitua
tulostetta, kuten taulukosta 17 nähdään. Arviointijärjestelmille on keskeistä
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kertoa mikä palautetussa tehtävässä on pielessä ja mitkä osiot siitä ovat oi-
kein. Jos palautetta tehtävän oikeellisuudesta tietyllä tarkkuudella ei annet-
taisi, arviointijärjestelmien hyödyllisyys opettajien ja ohjaajien korvaajina
ei toteutuisi. Tuutorointijärjestelmät antavat myös kustomoitua palautetta,
koska ne seuraavat käyttäjän toimia ja ohjaavat käyttäjää hänen suorituk-
sensa perusteella, kuten luvussa 4 kerrottiin.
Ohjelmointiympäristöissä geneeristä tulostetta palauttavien järjestelmien
osuus on 21% (4 kappaletta). Taulukko 18 osoittaa tällaisten järjestelmien
vähäisen määrän. Painotus on siis kustomoidun tulosteen antamisessa. Kus-
tomoitua tulostetta tuottaa 79% ohjelmointiympäristöistä (15 kappaletta).
Tulosteen tyyppi on odotettua, kun tarkastelee aiemmin mainittua syötteen
laatua ohjelmointiympäristöissä. Kyseisissä järjestelmissä pääosin käyttäjä
kirjoittaa ja ajaa ohjelmakoodia. Ohjelmakoodin ajo tuottaa koodin mukais-
ta tulostetta. Toisin sanoen tuloste on sidottu käyttäjän kirjoittamaan koo-
diin.
Kaikkien taulukon 19 oppimispelien tuloste on kustomoitua. Curiosity
Grid-pelissä pelaaja pystyy mallintamaan erilaisia 3D-objekteja, joiden
ominaisuuksia voi monipuolisesti säätää, kuten kokoa, muotoa ja toimintoja
[40].
7.7 Teknisen toteutuksen yhteenveto
Tässä luvussa tutkittiin älykkäiden oppimisjärjestelmien teknistä toteutusta
kuutta eri ominaisuutta tarkastelemalla. Ominaisuudet olivat
web-pohjaisuus, rekisteröinti, tiedonkeräys, syöte, prosessointi ja tuloste.
Jokaisen ominaisuuden suhteen tutkittiin miten yksittäinen ominaisuus on
toteutunut älykkäissä oppimisjärjestelmissä eri vuosina. Ominaisuuden
toteutumista järjestelmissä tutkittiin myös eri luokitusten tasolla,
esimerkiksi kuinka web-pohjaisuus on toteutunut simulointi- ja
visualisointijärjestelmissä. Tässä luvussa vedetään aiemmin saadut tulokset
yhteen ja pohditaan saatuja tuloksia. Tiivistettynä ominaisuuksien













Taulukko 8: Yhteenveto ominaisuuksien toteutumisesta kaikissa 46 älykkäässä
oppimisjärjestelmässä.
Taulukossa näytetään prosenttiosuudet kuinka tietty ominaisuus on to-
teutunut kaikissa 46 järjestelmässä. Taulukon perusteella voidaan päätellä,
että web-pohjaisten järjestelmien ja työpöytäsovelluksien jako on tasainen.
Samoin pelkästään määriteltyä syötettä tarjoavien ja sekä vapaamuotoista
että määriteltyä syötettä sisältävien järjestelmien suhde on lähes sama. Kai-
kissa muissa ominaisuuksissa on selvä painotus, esimerkiksi itsenäistä pro-
sessointia suorittavien järjestelmien osuus on huomattavasti suurempi kuin
riippuvaista prosessointia suorittavien järjestelmien osuus. Vuosittain tarkas-
telemalla huomattiin edellisessä luvussa, että minkään ominaisuuden suosion
nousussa tai laskussa ei ollut havaittavissa selvää kehitystä, vaan suhdeluvut
pysyivät melko samankaltaisina vuosien 2009–2014 aikana.
Eroavaisuuksia ominaisuuksien toteutumisessa havaittiin, kun tietyn omi-
naisuuden toteutumista tarkasteltiin luokittain. Taulukosta 9 näkyy, että





Simulointi- ja visualisointi 29% 71%
Arviointi- ja tuutorointi 40% 60%
Ohjelmointiympäristöt 74% 26%
Oppimispelit 0% 100%
Taulukko 9: Yhteenveto web-pohjaisuuden toteutumisesta luokittain.
Tutkielmassa tarkastellut simulointi- ja visualisointijärjestelmät ovat suu-
rimmaksi osaksi itsenäisiä työpöytäsovelluksia, jotka ovat tarkoitettu omatoi-
miseen harjoitteluun. Arviointi- ja tuutorointijärjestelmistä monet järjestel-
mät suorittivat paikallista testausta ja tarkistamista eikä vastauksia lähetet-
ty esimerkiksi erilliselle palvelimelle tarkistettavaksi. Ohjelmointiympäristöt
suosivat web-pohjaisuutta sen helpon ylläpidettävyyden ja alustariippumat-
tomuuden vuoksi. Materiaali ja työkalut pystytään keskittämään yhdelle si-
vustolle ja työkaluja ei tarvitse erikseen asentaa. Tarkasteltu oppimispeli on
moninpeli ja siksi web-pohjainen.
Kuten taulukosta 8 havaitaan, rekisteröinnin puuttuminen järjestelmistä
oli yleisempää kuin sen tarjoaminen. Taulukossa 10 tarkastellaan luokittain
rekisteröitymisen toteutumista järjestelmissä, jolloin eroja on havaittavissa.
Rekisteröinti
Kyllä Ei
Simulointi- ja visualisointi 0% 100%
Arviointi- ja tuutorointi 40% 60%
Ohjelmointiympäristöt 68% 32%
Oppimispelit 100% 0%
Taulukko 10: Yhteenveto rekisteröitymisen toteutumisesta luokittain.
Simulointi- ja visualisointijärjestelmät eivät tarjoa rekisteröitymistä ai-
emmin mainittujen syiden vuoksi eli ne ovat itsenäisiä, omatoimiseen har-
joitteluun tarkoitettuja työpöytäsovelluksia. Arviointi- ja tuutorointiympä-
ristöissä suhde on sama kuin web-pohjaisuudessa: suuri osa suorittaa paikal-
lista testausta ja tarkistusta ilman tunnistautumisen vaatimista. Tuloksia
ei lähetetä erilliselle palvelimelle analysoitavaksi. Ohjelmointiympäristöissä
rekisteröityminen on yleistä, koska ohjelmointiympäristöt ovat usein sidottu-
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ja jollekin kurssille tai ne tarjoavat tehtäviä, joiden edistymistä pystytään
seuraamaan tunnistautumalla. Tarkasteltu oppimispeli on moninpeli, joka
vaatii rekisteröitymistä häiriköiden ehkäisemiseksi.
Järjestelmät eivät pääosin keränneet tietoja käyttäjistä, mutta taulukko
11 osoittaa, että arviointi- ja tuutorointijärjestelmät, ohjelmointiympäristöt
ja oppimispelit useimmiten suorittavat tiedonkeräystä. Simulointi- ja visua-
lisointijärjestelmät vastaavasti eivät kerää tietoa ollenkaan, joka vaikuttaa
taulukon 8 prosenttilukuun huomattavasti.
Tiedonkeräys
Kyllä Ei
Simulointi- ja visualisointi 0% 100%
Arviointi- ja tuutorointi 60% 40%
Ohjelmointiympäristöt 63% 37%
Oppimispelit 100% 0%
Taulukko 11: Yhteenveto tiedonkeräyksen toteutumisesta luokittain.
Simulointi- ja visualisointijärjestelmät ovat aihealueeltaan tarkasti rajat-
tuja, omatoimiseen harjoitteluun tarkoitettuja eivätkä ne ole liitettynä ope-
tuskursseille esimerkiksi harjoituspisteiden keräämistä varten. Käyttäjistä ei
ole tarpeellista kerätä tietoa. Arviointi- ja tuutorointijärjestelmät harjoitta-
vat tiedonkeräystä, jotta opiskelijalle voidaan tarjota personoitua ohjausta
ja kursseille liitetyt arviointijärjestelmät pitävät opiskelijoiden vastaukset
tallessa sekä tarkistavat että pisteyttävät vastauksia. Ohjelmointiympäristöt
samasta syystä keräävät käyttäjistä tietoa: ne pitävät käyttäjien työt ja tu-
lokset tallessa. Tarkasteltu oppimispeli vaati rekisteröitymistä, joten se pitää
pelaajan tiedot tallessa.
Järjestelmien prosessointi on suurimmaksi osaksi itsenäistä. Taulukosta





Simulointi- ja visualisointi 81% 19%
Arviointi- ja tuutorointi 80% 20%
Ohjelmointiympäristöt 74% 26%
Oppimispelit 100% 0%
Taulukko 12: Yhteenveto prosessoinnin laadusta luokittain.
Syöte oli taulukon 8 tietojen mukaisesti jakautunut järjestelmien kesken
tasaisesti joko määriteltyä syötettä sisältäviin järjestelmiin tai sekä määritel-
tyä että vapaamuotoista syötettä sisältäviin järjestelmiin. Taulukko 13 osoit-
taa, että luokittain tarkasteltuna jako on pitkälti yhtä tasaista.
Syöte
Määritelty Vapaa että määritelty
Simulointi- ja visualisointi 52% 48%
Arviointi- ja tuutorointi 60% 40%
Ohjelmointiympäristöt 32% 68%
Oppimispelit 0% 100%
Taulukko 13: Yhteenveto syötteen laadusta luokittain.
Simulointi- ja visualisointijärjestelmissä simulointia tai visualisointia
suoritettiin yleensä käyttäjän kirjoittaman ohjelmakoodin perusteella.
Ohjelmakoodi lasketaan vapaamuotoiseksi syötteeksi, josta johtuen sekä
määriteltyä että vapaamuotoista syötettä sisältäviä simulointi- ja
visualisointijärjestelmiä on noin puolet. Toisaalta pelkästään määriteltyä
syötettä sisältäviä simulointi- ja visualisointijärjestelmiä on lähes yhtä
paljon, koska jos simuloinnin tai visualisoinnin kohde on selkeästi rajattu,
on käyttäjällä tällöin vain käytössä tietyt, selkeästi määritellyt operaatiot,
joita käyttäjä voi suorittaa. Arviointi- ja tuutorointijärjestelmissä on
suurimmaksi osaksi vain määriteltyä syötettä tarjolla, jolla käyttäjä voi
pyytää järjestelmältä opastusta. Ohjelmointiympäristöissä ja
oppimispeleissä on selkeä painotus sekä määriteltyä että vapaamuotoista
syötettä sisältäviin järjestelmiin. Tämä johtuu siitä, että
ohjelmointiympäristöissä usein kirjoitetaan ohjelmakoodia. Tarkastellussa
oppimispelissä voi myös kirjoittaa koodia.
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Kustomoitu tuloste on yksi mittari oppimisjärjestelmien älykkyydelle.
Taulukon 8 mukaan järjestelmien palauttama tuloste on pitkälti




Simulointi- ja visualisointi 10% 90%
Arviointi- ja tuutorointi 0% 100%
Ohjelmointiympäristöt 21% 79%
Oppimispelit 0% 100%
Taulukko 14: Yhteenveto tulosteen laadusta luokittain.
Älykkäiden oppimisjärjestelmien teknisen toteutuksen kehitys näiden
ominaisuuksien perusteella on vähäistä. Suurin vaikuttava tekijä muutoksen
vähäisyyteen on kerättyjen järjestelmien pieni määrä. Ensinnäkin
järjestelmiä kerättiin vuosilta 2009–2014, jolloin viiden vuoden aikaväli
osoittautui liian pieneksi näkyvien muutosten havaitsemiseen. Toiseksi
järjestelmien haku rajautui pelkästään SIGCSE-konferenssissa julkaistuihin
artikkeleihin. Kaikkiaan artikkeleita oli 799 kappaletta, joista kartoitettiin
yhteensä 46 älykästä oppimisjärjestelmää. Tulokset osoittavat, että haku on
ollut liian rajattu ja järjestelmiä olisi täytynyt etsiä useamman eri
konferenssien julkaisemista artikkeleista ja aikavälin olisi pitänyt olla
suurempi, esimerkiksi 10 vuotta.
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8 Yhteenveto
Älykkäät oppimisjärjestelmät tukevat käyttäjän oppimista tarjoamalla in-
teraktiivista oppimateriaalia. Interaktiivisuus on älykkään oppimisjärjestel-
män yksi keskeisimmistä ominaisuuksista. Toisin sanoen järjestelmän sisältö
ja toiminta mukautuu käyttäjän syötteen perusteella ja käyttäjä on aktiivi-
sessa oppijan roolissa järjestelmää käyttäessään. Lisäksi järjestelmät mahdol-
lisesti profiloivat käyttäjän tämän tekemien toimintojen perusteella, jolloin
voidaan tarjota käyttäjälle räätälöityä toiminnallisuutta ja palautetta. Älyk-
käät oppimisjärjestelmät eroavat tyypillisistä oppimateriaaleista, kuten luen-
tokalvoista ja oppikirjoista, tarjoamalla käyttäjälle tapoja kommunikoida
järjestelmän kanssa ja tuottaen käyttäjälle kustomoitua tulostetta syötteen
perusteella.
Älykkäitä oppimisjärjestelmiä on paljon ja järjestelmiä on kehitetty eri-
laisten opetusaiheiden tueksi. Tietynlaiseen opetukseen kehitetyt järjestel-
mät jakavat samankaltaisia ominaisuuksia tai niiden sisältämä toiminnalli-
suus ja käyttötarkoitus muistuttavat toisiaan. Järjestelmät on siten luoki-
teltavissa erilaisiin ryhmiin. Tässä tutkielmassa tarkasteltiin simulointi- ja
visualisointijärjestelmiä, arviointi- ja tuutorointijärjestelmiä, ohjelmointiym-
päristöjä ja oppimispelejä. Muitakin luokituksia on olemassa tai edellä mai-
nituista luokituksista on yhä tarkempia aliluokkia, kuten pelkästään algo-
ritmien visualisointiin keskittyvät järjestelmät tai ongelmanratkaisutaitoja
kehittävät oppimisjärjestelmät. Tutkielmassa tarkastelu rajautui tietojenkä-
sittelytieteen opetusta varten kehitettyihin järjestelmiin.
Tietojenkäsittelytieteen opetuksessa älykkäitä oppimisjärjestelmiä
käytetään tyypillisesti opetuksen tukena havainnollistamaan erilaisia
opetusaiheita interaktiivisella ja visuaalisella tavalla. Monet
ohjelmointikäsitteet ovat abstrakteja eikä niillä ole selkeää visuaalista
esitysmuotoa. Siten visualisointijärjestelmät ovat yleisiä ohjelmoinnin
alkeisopetuksessa, jotta opiskelija saa esimerkiksi kuvan ohjelmakoodin
suhteesta sen ajonaikaiseen suoritukseen. Myös tietorakenteiden opetuksessa
erilaisten tietorakenteiden visualisointi on oppimista edesauttava tekijä.
Tietorakenteiden ja niille suoritettavien operaatioiden visualisointi auttaa
ymmärtämään tietorakenteita ja algoritmien suoritusta. Lisäksi opettajan
työtaakka kevenee, koska järjestelmien avulla tietorakenteiden demonstrointi
nopeutuu ja järjestelmät poistavat virheiden mahdollisuuden, kun rakenteita
ei tarvitse piirtää käsin.
Simulointijärjestelmillä mallinnetaan erilaisia ilmiöitä, joiden avulla on
tarkoitus ymmärtää minkä tekijöiden ja sääntöjen varassa ilmiöt toimivat.
Simulointijärjestelmien osana käytetään usein visualisointia. Tällaisia
järjestelmiä käytetään muun muassa tietokoneen toiminnan opetuksessa,
jossa opiskelijalle opetetaan miten tietokone toimii, mistä komponenteista se
koostuu, mitkä ovat komponenttien tehtävät ja mikä komponenttien
keskinäinen vuorovaikutus on. Simulointijärjestelmillä käyttäjä pystyy
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tekemään kokeiluja turvallisessa, simuloidussa ympäristössä ja tarkkailla
miten toiminta muuttuu. Tietokoneiden arkkitehtuurit ovat monimutkaisia,
joten simulaatiolla voidaan esimerkiksi tehdä tietokoneen arkkitehtuurista
yksinkertaistettu malli opetuksen helpottamiseksi.
Arviointijärjestelmillä hallinnoidaan opiskelijoiden tehtäviä, tarkistetaan
opiskelijan vastaukset, mitataan vastauksia ja pisteytetään ne. Automati-
soidun tehtävien tarkastuksen ansiosta opiskelijoiden tai tehtävien määrää
ei tarvitse rajoittee suhteessa kurssihenkilöstön määrään. Opiskelijalle on
vastaavasti hyödyllistä, kun arviointijärjestelmä antaa palautetta vastausten
oikeellisuudesta. Arviointijärjestelmiä voidaan käyttää millä tahansa kurs-
seilla, mutta parhaiten ne soveltuvat massakursseille, joissa opiskelijoita ja
tarkistettavia tehtäviä on paljon. Esimerkiksi monet ohjelmoinnin johdanto-
kurssit ja massiiviset avoimet verkkokurssit käyttävät arviointijärjestelmiä.
Tuutorointijärjestelmät tarkkailevat käyttäjää ja käyttäjän suorituksen
perusteella antavat käyttäjälle personoitua ohjausta. Tuutorointijärjestelmät
simuloivat aitoa ohjaajaa, joka mukauttaa ohjaamistapaansa riippuen siitä
mikä opiskelijan suoritustaso on ja mitkä asiat opiskelija kokee haastaviksi.
Tuutorointijärjestelmiä käytetään ohjelmointikursseilla avustamaan opiske-
lijoita ja vähentämään kurssihenkilöstön tarvetta. Tuutorointijärjestelmiä
on myös kehitetty erikoisempiin tarpeisiin, kuten algoritmien suunnittelu- ja
toteuttamistaitojen kehittämiseksi.
Ohjelmointiympäristöt ovat joko järjestelmiä, joissa käyttäjä voi
kirjoittaa ja ajaa koodia tai järjestelmiä, jotka tukevat ohjelmoinnin
oppimista. Ohjelmoinnin opettelua tukevat järjestelmät esimerkiksi
harjoittavat käyttäjän koodinlukutaitoja. Tyypillisiä ohjelmointiympäristöjä
ovat integroituneet ohjelmointiympäristöt, joissa koodin kirjoittamisen ja
ajamisen lisäksi on ohjelmointia helpottavia ominaisuuksia, kuten syntaksin
korostus tai koodin täydennys. Ohjelmointiympäristöjä käytetään
alkeisopetuksessa helpottamaan ohjelmoinnin opettelua. Ympäristöt
itsessään ovat aloittelijaystävällisiä, esimerkiksi web-pohjaisia tai
lohkoperustaisia ohjelmointikieliä käyttäviä ympäristöjä.
Oppimispeleillä pyritään motivoimaan käyttäjää asettamalla tälle tavoit-
teita ja haasteita visuaalisessa pelimaailmassa. Käyttäjä on aktiivisessa roo-
lissa. Esimerkiksi ohjelmoinnin alkeisopetuksessa peleillä voidaan opettaa
aloittelijoille ohjelmoinnin käsitteitä hauskalla ja interaktiivisella tavalla. Pe-
leillä voidaan myös simuloida erilaisia reaalimaailman tilanteita, kuten ohjel-
mistotuotantoprojekteja ja niihin liittyviä hallintatoimenpiteitä.
Älykkäillä oppimisjärjestelmillä on monia yleisluontoisia ominaisuuksia,
joita tarkastelemalla nähdään millaisiin tekniikoihin niiden tekninen toteu-
tus painottuu. Web-pohjaisuus on kasvava ominaisuus, joka johtaa usein re-
kisteröitymismahdollisuuteen ja tiedonkeräykseen. Aiemmin mainittiin, että
älykkäiden oppimisjärjestelmien keskeinen piirre on interaktiivisuus. Inte-
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raktiivisuuteen sisältyy käyttäjän antama syöte järjestelmälle, järjestelmän
tekemä prosessointi syötteen vastaanotettuaan ja järjestelmän palauttama
tuloste syötteen perusteella.
Tarkastelluista 46 järjestelmästä havaittiin, että syötteen laatu ja
web-pohjaisuuden toteutuminen jakautuivat tasapuolisesti järjestelmissä.
Toisin sanoen määriteltyä syötettä sisältäviä järjestelmiä oli lähes yhtä
paljon kuin sekä määriteltyä että vapaamuotoista syötettä sisältäviä
järjestelmiä. Samoin web-pohjaisia järjestelmiä ja työpöytäsovelluksia oli
suunnilleen samat määrät. Sen sijaan lopuissa neljässä ominaisuudessa
painotus oli selkeä. Rekisteröinnin mahdollisuus useimmiten puuttui
järjestelmistä, tiedonkeräystä ei järjestelmät yleensä suorita, prosessointi on
pääosin itsenäistä ja järjestelmien palauttama tuloste on suurimmaksi osaksi
kustomoitua.
Muutoksia ominaisuuksien painotuksissa ei ollut havaittavissa viiden
vuoden aikavälillä, vaan edellä mainitut suhteet pysyivät samankaltaisina
jokaisena vuotena. Vaikuttavia tekijöitä muutoksen vähäisyyteen ovat
kartoitettujen järjestelmien pieni määrä, lyhyt aikaväli ja haun
rajautuminen pelkästään yhden konferenssin julkaisuihin.
Kartoitettujen järjestelmien perusteella älykkäitä oppimisjärjestelmiä on
monenlaisia ja niitä on kehitetty pääosin opetuksen tehostamista ja skaa-
lautuvuutta varten. Järjestelmien avulla opiskelijan oppimista pystytään tu-
kemaan ja opetusta parantamaan. Järjestelmät soveltuvat esimerkiksi niin
ohjelmoinnin alkeisopetukseen kuin tietokoneen toiminnan havainnollistami-
seen. Älykkään toiminnallisuuden ansiosta harjoittelu on interaktiivista ja
opetushenkilökunnan tuesta riippumatonta. Älykkäät oppimisjärjestelmät
eivät kuitenkaan ole korvaamassa perinteistä lähiopetusta, vaan ne ovat tar-
koitettu enimmäkseen opetuksen tueksi.
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A Simulointi- ja visualisointijärjestelmät
Tässä liitteessä esitellään SIGCSE-konferenssin vuosien 2009–2014 artikke-
leista löydetyt simulointi- ja visualisointijärjestelmät. Järjestelmät ovat lis-
tattuna alla olevissa taulukoissa 15 ja 16.
Järjestelmä Vuosi Web Rekisteröinti Tiedonkeräys Prosessointi Syöte Tuloste




2010 Kyllä Ei Ei Itsenäinen Vapaa että
määritelty
Kustomoitu









2011 Ei Ei Ei Riippuvainen Määritelty Kustomoitu
iSketchMate [52] 2012 Ei Ei Ei Itsenäinen Määritelty Kustomoitu
CSTutor [18] 2012 Ei Ei Ei Itsenäinen Vapaa ettämääritelty
Kustomoitu
ECvisual [70] 2012 Ei Ei Ei Itsenäinen Määritelty Geneerinen
Parallel Analysis
Tool [59]
2012 Ei Ei Ei Itsenäinen Vapaa että
määritelty
Kustomoitu
CodeBrowser [38] 2013 Kyllä Ei Ei Riippuvainen Määritelty Kustomoitu
RSAvisual [71] 2014 Ei Ei Ei Itsenäinen Määritelty Geneerinen
Taulukko 15: Visualisointijärjestelmät
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Järjestelmä Vuosi Web Rekisteröinti Tiedonkeräys Prosessointi Syöte Tuloste
DLSim 3 [60] 2009 Ei Ei Ei Itsenäinen Määritelty Kustomoitu
LC3uArch [15] 2009 Ei Ei Ei Itsenäinen Määritelty Kustomoitu
Simple Machine Si-
mulator [61]
2009 Kyllä Ei Ei Itsenäinen Vapaa että
määritelty
Kustomoitu
Pep/8 [74] 2010 Ei Ei Ei Itsenäinen Vapaa ettämääritelty
Kustomoitu
IASSim [30] 2010 Ei Ei Ei Itsenäinen Vapaa ettämääritelty
Kustomoitu
IPsecLite [42] 2010 Ei Ei Ei Itsenäinen Määritelty Kustomoitu
x86 Simulator [11] 2011 Ei Ei Ei Itsenäinen Määritelty Kustomoitu
Simulation Crea-
tion Toolkit [8]
2013 Ei Ei Ei Riippuvainen Määritelty Kustomoitu
Emumaker86 [10] 2013 Kyllä Ei Ei Itsenäinen Määritelty Kustomoitu
Kyouko [23] 2014 Ei Ei Ei Riippuvainen Vapaa ettämääritelty
Kustomoitu
Taulukko 16: Simulointijärjestelmät
B Arviointi- ja tuutorointijärjestelmät
Tässä liitteessä esitellään SIGCSE-konferenssin vuosien 2009–2014 artikke-
leista löydetyt automaattiset arviointijärjestelmät sekä älykkäät tuutorointi-
järjestelmät. Järjestelmät ovat listattuna alla olevassa taulukossa 17.
Järjestelmä Vuosi Web Rekisteröinti Tiedonkeräys Prosessointi Syöte Tuloste




2010 Ei Ei Ei Itsenäinen Määritelty Kustomoitu
Hairball [13] 2013 Ei Ei Ei Riippuvainen Määritelty Kustomoitu
Online Grading
System [9]
2013 Ei Kyllä Kyllä Itsenäinen Määritelty Kustomoitu
CrowdGrader [4] 2014 Kyllä Kyllä Kyllä Itsenäinen Vapaa ettämääritelty
Kustomoitu
Taulukko 17: Arviointi- ja tuutorointijärjestelmät
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C Ohjelmointiympäristöt
Tässä liitteessä esitellään SIGCSE-konferenssin vuosien 2009–2014 artikke-
leista löydetyt ohjelmointiympäristöt sekä ohjelmoinnin oppimista tukevat
järjestelmät. Järjestelmät ovat listattuna alla olevassa taulukossa 18.
Järjestelmä Vuosi Web Rekisteröinti Tiedonkeräys Prosessointi Syöte Tuloste
Jazz [46] 2009 Ei Kyllä Kyllä Riippuvainen Vapaa ettämääritelty
Kustomoitu
BrickLayer [20] 2009 Kyllä Ei Ei Riippuvainen Määritelty Kustomoitu
WebMapReduce [34] 2010 Kyllä Kyllä Ei Itsenäinen Vapaa ettämääritelty
Kustomoitu
Syrus [77] 2010 Kyllä Kyllä Kyllä Itsenäinen Määritelty Geneerinen
Cabana [25] 2010 Kyllä Kyllä Kyllä Itsenäinen Vapaa ettämääritelty
Kustomoitu
C-doku [39] 2010 Kyllä Kyllä Kyllä Itsenäinen Määritelty Geneerinen
App Inventor [75] 2010 Kyllä Kyllä Kyllä Riippuvainen Määritelty Kustomoitu
CodeWrite [24] 2011 Kyllä Kyllä Kyllä Itsenäinen Vapaa ettämääritelty
Geneerinen
Calico [12] 2011 Ei Ei Ei Riippuvainen Vapaa ettämääritelty
Kustomoitu
CS Circles [58] 2011 Kyllä Kyllä Kyllä Riippuvainen Vapaa ettämääritelty
Kustomoitu
WResTT [21] 2011 Kyllä Kyllä Kyllä Itsenäinen Vapaa ettämääritelty
Kustomoitu
CodeWave [72] 2012 Ei Kyllä Kyllä Itsenäinen Vapaa ettämääritelty
Kustomoitu
CodeSkulptor [69] 2012 Kyllä Ei Ei Itsenäinen Vapaa ettämääritelty
Kustomoitu
Jutge [55] 2012 Kyllä Kyllä Kyllä Itsenäinen Määritelty Geneerinen
Pythy [29] 2013 Kyllä Kyllä Kyllä Itsenäinen Vapaa ettämääritelty
Kustomoitu
CS50 Run [44] 2013 Kyllä Ei Ei Itsenäinen Vapaa ettämääritelty
Kustomoitu
Bug Catcher [17] 2013 Kyllä Kyllä Kyllä Itsenäinen Määritelty Kustomoitu
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EarSketch [32] 2013 Ei Ei Ei Itsenäinen Vapaa ettämääritelty
Kustomoitu




Tässä liitteessä esitellään SIGCSE-konferenssin vuosien 2009–2014 artikke-
leista löydetyt oppimispelit. Järjestelmät ovat listattu alla olevassa taulukos-
sa 19.
Järjestelmä Vuosi Web Rekisteröinti Tiedonkeräys Prosessointi Syöte Tuloste
Curiosity Grid [40] 2014 Ei Kyllä Kyllä Itsenäinen Vapaa ettämääritelty
Kustomoitu
Taulukko 19: Oppimispelit
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