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초록
웹 기술이 발전하면서 웹 브라우저와 Node.js가 설치된 환경이라면 어디서든
웹 어플리케이션을 실행할 수 있게 되었다. 그러나 하드웨어 성능이 부족한 기기
에서 많은 연산량을 요구하는 웹 어플리케이션을 실행하는 것은 어려운 문제이다.
연산 오프로딩은 이러한 문제를 해결하기 위한 방법 중 하나로 어플리케이션 자원
이 제한된 클라이언트 성능이 좋은 서버가 연산을 대신 수행하고 결과를 돌려주는
방식이다. 서버에서 클라이언트에서 수행중인 작업을 이어서 하기 위해서는 실행
상태를 저장하고 복원하는 작업이 필요하다. 스냅샷 기반 연산 오프로딩[2]은 웹
어플리케이션의 상태를 스냅샷[10]을 통해 저장하고 복원함으로써 연산 오프로딩






본 논문에서는 웹 어플리케이션의 실행 상태를 저장하고 복원할 수 있는 새로
운스냅샷기반연산오프로딩방식을제안한다.우리는웹어셈블리의상태를복원
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바일 환경에서 복잡한 연산을 처리하는 것이 요구되고 있다. 이에 따라 자원이 제
한된모바일환경에서복잡한연산을수행하기위해다양한연구가진행되고있다.
이러한 방법 중 하나로써 하드웨어 성능이 제한된 모바일 기기에서 실행중인 어플
리케이션의 복잡한 연산을 성능이 좋은 서버에서 대신 수행하는 연산 오프로딩이
제안되었다.
연산 오프로딩을 위해 모바일 기기에서 실행중인 어플리케이션의 연산을 서버
에서이어서수행하기위해서는실행상태를저장하여전송하고서버에서복원하는
작업이 필요하다. 이러한 작업을 위해 다양한 방법들이 제안되었으나 상태를 저장
하고복원하기위한환경을구축하기어렵다는단점이있었다[1][11][13][14].
이러한문제를해결하기위해웹브라우저와 Node.js[15]같이기기에관계없이
환경을 구축하기 쉬운 웹 환경의 이식성을 활용하여 웹 어플리케이션을 대상으로
연산 오프로딩을 수행하는 스냅샷 기반의 연산 오프로딩이 제안되었다[2]. 웹 환
경의어플리케이션은자바스크립트로구현된다.스냅샷기반의오프로딩은모바일




스냅샷 기반의 연산 오프로딩은 웹 환경이 변화하면서 제안된 새로운 기술인 웹어
셈블리[3]에대해서는적용되지못하는문제가있었다.
웹어셈블리는 자바스크립트의 부족한 성능을 보완하기 위해 제안된 새로운 형
식의언어이다. C, C++, Rust등의정적타입언어를컴파일하여생성되는웹어셈블
리는 웹 환경에서 네이티브 언어로 구현된 어플리케이션에 가까운 성능을 보여준
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복원할 수 없도록 만들었다. 사이즈가 큰 메모리는 텍스트 형태로 저장되는 스냅
샷에 포함시키기에는 비효율적이다. 또한 컴파일 되는 코드들은 재사용할 수 없고
스냅샷[10]이저장할수없는네이티브코드형태이기때문에기존의스냅샷기반의







본 논문의 구성은 다음과 같다. 2장에서는 웹 어플리케이션에서의 웹어셈블리
의배경지식과기존의스냅샷기반연산오프로딩의문제점대해서설명할것이다.
3장에서는 웹어셈블리를 사용하는 웹 어플리케이션의 상태를 저장하고 복구하기
위한 방법을 설명할 것이다. 4장에서는 웹어셈블리를 사용하는 복잡한 웹 어플리













웹어셈블리는 자바스크립트의 부족한 성능을 보완하기 위해 제안된 새로운 형
식의언어이다.웹어셈블리는 C, C++, Rust등의네이티브언어들을컴파일하여생
성된다.그림1은웹어셈블리의컴파일과정을나타낸다.웹어셈블리는실행환경에
맞게 컴파일 되는 과정만을 남겨둔 상태로 컴파일되기 때문에 어떤 환경에서든 사
용할수있다는특징을가진다.웹어셈블리의컴파일대상언어들은변수가고정된
타입을 가지고 메모리를 메뉴얼하게 관리한다. 따라서 자바스크립트에 비해 상대
적으로 많은 최적화를 적용하고 런타임에 GC(Garbage Collection)을 수행할 필요
가 없어 네이티브 언어로 구현된 어플리케이션에 가까운 성능을 보여준다. 그러나
웹어셈블리는 웹 플랫폼의 모든 API를 사용할 수는 없기 때문에 실행 도중 자바스
크립트로만실행가능한기능을사용하기위해서는초기화과정에서자바스크립트
함수를사용할수있도록참조시키는과정이필요하다.









어셈블리 설정 객체 정의, 메모리 할당, 웹어셈블리 파일 읽기 과정을 수행한다. 설
정 객체에는 최대 메모리 크기, 상태 변수의 초기값, 웹어셈블리 코드 실행 중 사
용할 자바스크립트 함수 등이 포함된다. 웹어셈블리에서 사용하는 메모리는 선형
메모리라고 하며 웹어셈블리의 프로그램 영역의 역할을 수행한다. 선형 메모리는
웹어셈블리와자바스크립트가데이터를전달하는공간으로사용되기도한다.웹어
셈블리 파일을 읽으면 바이트 코드를 읽어온다. 바이트 코드를 사용하기 위해서는
ArrayBuffer에할당하는과정을수행해야한다.이후앞서생성한메모리,설정객체,
ArrayBuffer를사용하여컴파일과정을수행하고자바스크립트객체형태의모듈을









스냅샷[10]은 어떤 시점의 프로그램의 실행 상태를 저장한 것을 의미한다. 웹
어플리케이션의 상태는 자바스크립트의 형태로 저장할 수 있다. 웹 어플리케이션
의실행상태는화면에표시되는요소들의상태를나타내는 DOM(Document Object
Model) tree와자바스크립트의상태로나타낼수있다.
DOM은 HTML 문서의 프로그래밍 인터페이스로, 구조화된 표현을 통해 자바
스크립트에서접근하여정적인웹페이지를통제할수있도록도와준다. DOM객체
들은트리형태의구조로파싱되는데이를 DOM tree라고한다.브라우저의랜더링
엔진에서는 이 정보를 읽고 랜더링을 수행한다. 자바스크립트의 상태는 이벤트 핸
들러와이벤트들에대한정보,그리고객체등의실행상태로구성된다.
웹 어플리케이션의 상태 대한 정보는 브라우저의 루트 객체인 window에 포함
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그림 3.스냅샷기반연산오프로딩의실행과정
되어 있다. 스냅샷은 window 객체를 탐색하여 DOM tree와 자바스크립트의 실행
상태에 대한 정보를 포함하는 자바스크립트 코드로 생성된다. 이벤트와 함수 안에
서 다른 scope에서 참조되는 클로저에 대한 정보는 일반적인 방법으로는 구할 수
없기때문에브라우저내부의정보를읽어서가져온다.생성된스냅샷을단순히다
른 기기의 브라우저나 Node.js에서 실행하기만 하면 이전 환경에서의 실행 상태로
복구된다. 스냅샷 기반 연산 오프로딩은 스냅샷의 장점을 활용하는 연산 오프로딩
방식이다. 저사양 기기에서 실행중인 웹 어플리케이션의 상태를 저장한 스냅샷을
성능이좋은서버에서복구하여연산을대신수행할수있도록만들어준다.










그러나 기존의 스냅샷 기법은 자바스크립트와는 다른 방식으로 생성되는 웹어
셈블리의 상태를 저장하고 복원하지 못한다는 문제가 있다. 웹어셈블리 함수들은
초기화 하는 과정에서 실행 환경에 맞게 컴파일 하는 과정을 수행한다. 컴파일 된
웹어셈블리 함수는 코드로 저장할 수 있는 자바스크립트 함수의 형태가 아닌 네이
티브 코드의 형태를 가진다. 웹어셈블리 함수와 마찬가지로 네이티브 함수의 형태
인 built-in API의경우웹환경이갖추어지면어디서든사용할수있어같은함수를
실행하는 코드를 생성하는 방식으로 해결할 수 있었다. 그러나 웹어셈블리 함수는
컴파일을 통해 생성되기 때문에 built-in API와 같은 방식으로 해결할 수 없다. 웹
어셈블리의 메모리의 경우 최소 16MB 이상의 사이즈를 가진다. 텍스트 형식으로
















다. 먼저 메인 스레드에서는 웹 워커에서 수행할 소스 코드를 매개변수로 주고 웹
워커 객체를 생성한다. 생성된 웹 워커는 전달받은 소스코드를 실행한다. 이 때 웹
워커는 메인 스레드와 다른 독립적인 스코프를 가진다. 웹 워커가 생성되면 메인
스레드와워커스레드사이의메시지채널이생성되며이채널을통한통신은다른
스레드로 메시지를 보내는 postMessage와 메시지를 받았을 때 실행되는 이벤트인
onMessage를통해이루어진다.
모바일 웹 워커는 웹 워커를 대상으로 하는 스냅샷 기반 연산 오프로딩 기술이
다. 웹 어플리케이션 전체가 아닌 웹 워커의 스레드만 저장하고 서버에서 복구시
키기 때문에 더 가볍고 유연하다는 특징을 가진다. 모바일 웹 워커의 시스템은 웹
소켓을 통해 데이터를 통신하는 서버 프로세스와 웹 워커의 상태를 복원하고 연산
을수행하는프로세스로구성된다.
그림 5는 모바일 웹 워커 시스템의 구조를 나타낸다. 모바일 웹 워커는 웹 워커
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그림 5.모바일웹워커시스템구조
를 생성할 때 웹 워커 객체 대신 모바일 웹 워커 객체를 생성한다. 모바일 웹 워커
객체는 기존의 웹 워커 객체가 스냅샷을 생성하고 서버와 통신할 수 있는 기능을
포함하고 있다. 모바일 웹 워커는 연산 오프로딩을 수행하기 전에는 기존의 웹 워





일 워커는 postMessage, onMessage를 사용하여 통신을 한다. 이 때 메시지는 서버
프로세스를 거치게 되며 서버 프로세스는 받은 메시지를 적절한 위치로 데이터를
전달하는역할을수행한다.






웹어셈블리는 C, C++, Rust등의정적타입언어를컴파일하여생성되는코드로
웹 환경에서 자바스크립트와는 다른 방식을 거쳐 초기화된다. 웹 어플리케이션에
서 웹어셈블리를 초기화하면 객체 형태의 웹어셈블리 모듈이 생성된다. 그림 6은
자바스크립트 힙 메모리 내에서의 웹어셈블리 모듈의 구조를 나타낸다. 웹어셈블
리의모듈은선형메모리의상태변수들,웹어셈블리함수들,그리고웹어셈블리의
프로그램실행상태가저장되는선형메모리로구분된다.상태관련변수들은선형
메모리에서 필요한 오프셋과 크기 정보를 저장한다. 웹어셈블리 함수들은 컴파일








리고 선형 메모리를 모두 복구해야 한다. 상태 변수들의 경우 일반적인 자바스크
립트 객체의 프로퍼티와 같기 때문에 저장이 가능하다. 그러나 웹어셈블리 함수는
코드로 저장할 수 있는 자바스크립트 합수의 형태가 아니고 컴파일하는 과정의 결
과로 생성되는 네이티브 함수이기 때문에 저장이 불가능하다. 선형 메모리의 경우
사이즈가 크기 때문에 텍스트 형태로 저장하는 스냅샷에 포함시키기에는 비효율
적이다. 웹어셈블리의 상태를 복원하기 위해서는 웹어셈블리 함수를 초기화하는













웹어셈블리 함수를 초기화하는 과정에서 웹어셈블리 메모리 객체와 설정 객체
를 사용한다. 메모리 객체는 접착 코드에 정의된 값을 사용하여 생성되고 설정 객
체는접착코드에정의된값과함수를포함하고있다.접착코드를사용하면비효율





하는 과정에서 메모리 객체와 설정 객체를 초기화할 때 필요한 값에 대한 정보를
저장하고웹어셈블리모듈이복원되고난후저장한값과모듈에복원된정보를사
용하여 메모리 객체와 설정 객체를 복원하는 코드를 스냅샷에 포함시키는 방법을
고안하였다.
그림 7은 메모리 객체와 설정 객체를 복원하기 위해 생성된 코드를 나타낸다.
복구코드는스냅샷을생성과정에서저장한웹어셈블리와관련된프로퍼티의값을
토대로 생성된다. 먼저 복원 가능한 자바스크립트의 상태를 복원한다(line 1-5). 스
냅샷을효율적으로생성하기위해복원된자바스크립트상태로부터불러올수있는
값은해당값을불러오는코드로대체했다.이후웹어셈블리메모리를초기화하고
해당 메모리에 대한 뷰를 생성한다.(line 7-14). 마지막으로 웹어셈블리 설정 객체








참조할 수 있도록 연결하는 과정이 필요하다. 그림 8은 웹어셈블리 함수를 초기화
하고복구한모듈에연결시키기위해생성된코드를나타낸다.브라우저와 Node.js
는 상당 부분 호환이 가능하지만 일부 API는 지원되지 않는다. 웹어셈블리 파일을
읽을 때 브라우저에서는 fetch API를 사용하고 Node.js 에서는 파일 시스템을 사용
한다. 이러한 점을 고려하여 서버의 Node.js의 환경을 지원하기 위해 파일 시스템
을 통해 웹어셈블리를 읽는 코드를 생성했다(line 1-3). 웹어셈블리 코드를 읽으면
ArrayBuffer에 할당하고 앞서 복구한 메모리 객체와 설정 객체를 사용하여 컴파일




접착 코드로 생성되는 웹어셈블리 메모리의 최소 사이즈는 16MB 이다. 메모
리의 사이즈는 공간이 부족한 경우 추가로 할당받을 수 있다. 메모리는 전역 변수,
스택,힙데이터로이루어진웹어셈블리의모든상태를포함하고있다.웹어셈블리
메모리의 경우 기존의 스냅샷 기법을 사용하여 상태를 저장할 수 있다. 그러나 텍
스트 형태로 저장하는 기존의 스냅샷 기법으로 이진 형태의 데이터를 저장하고 전
송하게 되면 사이즈가 커지기 때문에 비효율적이다. 이러한 문제를 해결하기 위해
웹어셈블리메모리의데이터를스냅샷에포함시키지않고별도로전송하는방법을
사용하였다. 서버에서는 스냅샷과 웹어셈블리 메모리를 동시에 전송받게 되며 전
송받은 웹어셈블리 메모리의 데이터는 메모리 복원이 끝난 후 할당된다. 스냅샷의
크기가 작아지게 되면서 더 이른 시점에 스냅샷을 전송받아 메모리가 필요한 부분
을 제외한 복원 과정을 미리 수행할 수 있다. 이 후 메모리 데이터를 전송 받으면
나머지 과정을 수행하게 된다. 여러 복원 과정을 동시에 수행하게 되면서 스냅샷







실험은 클라이언트로 ARM Cortex-A15 2GHz, 2GByte RAM의 사양인 Odroid
XU4[6] 보드와 서버로 Intel i7 -7700 CPU 3.60GHz 32GByte RAM의 사양의 데스
크탑환경에서수행하였다.운영체제는모두 16.04.3 LTS버전을사용하였다.네트
워크는업로드 10Mbps,다운로드 36Mps환경[8]에서수행하였다.
실험에는 웹어셈블리로 포팅된 물리 엔진 시뮬레이션 어플리케이션을 사용하
였다[7].수백개이상의큐브들에작용하는중력이나관성충돌등의물리적현상을
시뮬레이션 하는 어플리케이션으로 많은 연산량을 필요로 한다. 그림 10은 물리
엔진 시뮬레이션 앱의 구조를 나타낸다. 웹 어플리케이션은 메인 스레드의 연산이
많으면 병목현상이 생기기 때문에 부담을 줄여주기 위해 웹 워커를 생성하여 연
산량이 많은 작업인 시뮬레이션을 수행하도록 만들었다. 메인 스레드에서 물체의




연산 오프로딩 방식으로는 모바일 웹 워커 시스템을 사용하였다. 새롭게 제안
된 스냅샷 기법의 활용성에 대해 알아보기 위해 스냅샷의 저장 시간과 복구 시간,








표 1은 큐브의 개수에 따른 스냅샷과 웹어셈블리 메모리의 크기를 나타낸다.
큐브의 수가 늘어나는 것은 자바스크립트의 큐브 객체의 수가 늘어나는 것을 의
미한다. 따라서 스냅샷을 생성할 때 탐색하고 저장해야하는 객체의 수가 늘어나게
되면서 스냅샷의 크기와 캡처 시간이 증가하는 것을 확인할 수 있다. 웹어셈블리
모듈을 전부 탐색하지 않고 스냅샷을 통해 복원되지 못하는 웹어셈블리 함수와 메
모리는 제외시키고 코드를 생성한다는 점에서 기존 스냅샷과 차이가 있다. 코드의
생성은탐색을할때얻은정보를사용하여이루어지기때문에전체캡처시간에서
작은 부분만을 차지한다. 웹어셈블리 메모리의 크기의 경우 일정 개수까지는 유지
되다가 증가하는 것을 확인할 수 있다. 이것은 할당받은 메모리가 충분하지 않아




Cubes Snapshot Capture Time (ms) Snapshot Size (KB) WASM Memory Size (MB)
50 1059 2221 16
100 1153 2300 16
200 1285 2459 16
500 1527 2937 16















했다. 클라이언트와 서버의 순수한 실행 시간을 비교하기 위한 시뮬레이션 시간과
18
그림 11.큐브개수에따른스냅샷복원시간




큐브의 수가 증가함에 따라 최대 5.88배까지 증가하는 것을 확인할 수 있다. 이것
은큐브의수가증가할수록연산이복잡해지면서클라이언트의제한된자원으로는
감당할 수 없게 되는 것을 알 수 있다. 초당 프레임 수는 큐브의 수가 적을 때는 연











초당 프레임 수의 결과를 보면 연산 오프로딩을 수행하는 경우 시뮬레이션 시
간이 굉장히 짧은데도 불구하고 초당 프레임 수가 줄어드는 것을 확인할 수 있다.
이것은 큐브의 수가 증가하면서 연산에 대한 부담 뿐만 아니라 랜더링에 대한 부
담도 증가하면서 랜더링 성능에 의해 초당 프레임수가 제한되었기 때문이다. 오프




시간으로 서로 다른 것을 확인할 수 있다. 이러한 결과는 연산 오프로딩이 클라이




기존의 스냅샷 기반의 연산 오프로딩은 웹어셈블리를 사용하는 웹 어플리케이
션에 적용되지 못하는 문제가 있었다. 컴파일 과정을 거쳐 실행 환경에 맞게 생성
되는 웹어셈블리 함수와 샌드박싱을 위해 할당된 큰 사이즈의 메모리는 스냅샷을
통해웹어셈블리의상태를저장하고복원할수없었다.
본논문에서는웹어셈블리의실행상태를복원하기위해웹어셈블리함수를초
기화 하는 코드를 생성하고 메모리를 별도로 관리하는 방식을 제안하여 웹어셈블
리를 사용하는 어플리케이션에 대해 스냅샷 기반의 오프로딩을 할 수 있도록 만들
었다.
웹어셈블리는 웹에서 복잡한 어플리케이션을 실행하기 위해 사용되고 있으며
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Recently, methods for effectively executing an application on a mobile device lack-
ing hardware performance are being studied. Computation offloading is one of the
trials that migrating computations from resource-constrained mobile device to server.
To perform computaion offloading is difficult, because it is necessary to store the ex-
ecution state of application, transmit it, and restore it in the server. Snapshot are tech-
nique that save and restore the execution state of a web application. However, existing
snapshot-based computation offloading methods do not support WebAssembly.
In this paper we propose new snapshot based computation offloading which can
save and restore WebAssebmly state. To restore the state of WebAssembly, we gen-
erated code and captured memory to restore WebAssembly state. We evaluate out
approach by applying Web Application using WebAssembly. The result shows our
method performs migration within a shot time and increase the execution performance.
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