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Ci-dessous, représentation des 
dépendances et de la construction
du résultat.
Ci-contre, l’arbre d’entrée avec les 
noms des phyla et des opérateurs
ainsi que les valeurs aux feuilles.
Un exemple d’arbre binaire d’entier.
hh s h s
s
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  X
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Y2h s h s
  h   s
Y1
  X

Arbre d’entrée Résultat de la fonction
Point d’insertion
clé info
clé info
clé info clé info clé info clé info clé info
clé info
nouveau noeud
null
noeud dupliqué
ancien noeud
clé info
clé info
clé info

Algorithme de décision de destructibilité
(à partir des durées de vie et 
Notre algorithme (chapitre 6) prend en compte
des graphes de dépendance) calculer leur destructibilité.
la durée de vie et le partage des attributs pour
Structure des arguments et
des résultats construits
OLGA : typage fort
ASX : accès aux productions
FNC-2. Information exacte.
Connu à la génération des séquences
de visites.
Correspond à un seul attribut synthétisé.
(mono-attribut)
Besoins Grammaires Attribuées Programmation Fonctionnelle
Ordre d’évaluation
Durée de vie
Partage mémoire (comptage de référence, alias graph,analyse de chemins)
Interprétation abstraite
Information approchée
Typage
Algorithme du générateur d’évaluateurs de

Appel à la fonction applicative f.
Application globale (grammaire attribuée)
Appel à la version destructive de f.

(réutilisation mémoire)
TRANSFORMATIONforkfork fork
Espace mémoire réutilisé.
u $a $a
Attributs à partir desquels le résultat doit être construit.
Nouvel espace mémoire alloué.
Espace mémoire devenu inaccessible.
tiptip TRANSFORMATION
(aucun effet)
u $a u $a
forkfork
calcul de {s1,s2}
Dans la version destructive, le calcul de s1 modifie l’arbre d’entrée.
X0 s1 s2
calcul de s1 calcul de s2
modification physique de l’arbre d’entrée
X0 s1 s1
valeur de s2 invalide
s2
calcul de s2 calcul de s1
modification physique de l’arbre d’entrée
X0 X0 s1s2 s2





a1 est correct, mais b ne l’est plus !
a1
b
a
b
L’évaluation de a1 est la dernière utilisation directe de a.
a1 := Fd (a)
b
a c
a partage les structures de b et de c
C’est un partage dû à sa définition.
a := fork (b , c);
a
b c
a partage la structure de b
C’est un partage dû à son utilisation.
b := fork (a , c);
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Il référence des appels
aux versions destructives
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applicatif, l’autre destructif.
chaque fonction de mise à jour : l’un
Le back end dispose de deux codes pour
(en fonction de la décision).
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et reconstruction jusqu’à ...
etc ...    jusqu’à ...
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Aucune structure intermédiaire n’a été construite
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construction syntaxique
règle de copie
i1
i2
u2 : cons
u1 : cons
u0 : root
u3 : nil s
s
h : nil
h : cons
h :cons
s
z : root

construction syntaxique
la construction intermédiaire
est éliminée
règle de copie
u0 : root
u1 : cons
u3 : nil
s
h
z z.z : root
u2 : cons
s.h : nil
s.h
h.h : cons
h.h : consh.s
h.s
h.s h.h
s.s 
s.s 
s.s s
s
h
h
i2
i1 s.h
1735 5371
n1 n1
n2 n3 n3 n2flip
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