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Objetivos 
 
Para minimizar el impacto negativo que tiene sobre la productividad el trabajar con circuitos integrados 
defectuosos, el actual proyecto pretende servir de validador del correcto funcionamiento de una amplia 
cantidad de circuitos integrados. Con este objetivo, se desarrollará un software que permitirá introducir 
las características y el comportamiento deseado de todos los pines del mismo. 
La especificación de las condiciones de activación de los pines deberá poder especificarse mediante la 
tabla de verdad, donde se relaciona el valor de la salida con los valores de distintas entradas, o mediante 
cronograma, donde se especifica el valor que toma la salida en función de las entradas, el paso del 
tiempo o los estados anteriores. 
A partir de esas definiciones, el software podrá crear un plan de prueba, compuesto por órdenes sencillas 
para suministrar corriente a un pin determinado o leer el estado de otro, de manera secuencial. Esto 
permitirá posteriormente que un hardware, desarrollado al efecto, obedeciera la secuencia de comandos 
para detectar si el resultado obtenido no es el esperado, lo que indicaría algún fallo interno. 
Esto sería suficiente para detectar problemas de los distintos componentes del circuito integrado, que 
son los que más frecuentemente ocurren en el entorno de un laboratorio de electrónica. El hardware, sin 
embargo, debería estar preparado para, por lo menos soportar sin sufrir daños, situaciones como 
cortocircuitos entre distintos pines del circuito integrado a testear. 
  
vi 
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Resumen 
 
Actualmente muchos laboratorios de electrónica emplean circuitos integrados con fines didácticos o 
comerciales. Los defectos que pudieran tener los circuitos integrados obstaculizan el normal desarrollo 
de estas actividades, suponiendo pérdida de tiempo y productividad. 
 
El presente proyecto consiste en el desarrollo de un software de representación de circuitos integrados, 
con capacidad para definir las condiciones de activación de los distintos pines de salida y generar un 
programa que sirva para realizar las comprobaciones de que, efectivamente, el comportamiento del 
circuito integrado es el esperado. 
 
El software permite definir circuitos integrados, junto con la lógica de activación de cada pin de salida 
tanto en modo tabla de verdad como en modo cronograma, y almacenar el resultado en fichero. A partir 
de estas definiciones, permite generar un programa de prueba del circuito 
 
El proyecto está desarrollado en C# utilizando la suite Microsoft Visual Studio. Se ha desarrollado un 
control adicional, que es el encargado de representar visualmente los circuitos que se definen, y que 
permite definir la lógica de activación de cada pin. 
 
Los ficheros de definición de los distintos circuitos se almacenan en un formato extendido del XML 
mediante esquema XSD. En ellos se almacena tanto la descripción de cómo es físicamente el circuito 
como de las condiciones de activación de los distintos pines de salida. Aunque se ha optado por el 
formato XML precisamente por su sencillez para ser editado manualmente mediante cualquier editor, se 
han desarrollado interfaces gráficas tanto para permitir la definición de las características físicas como 
para editar las condiciones de activación de los diferentes pines. 
 
Todas estas definiciones no tienen otro objetivo sino comprobar que un circuito integrado concreto las 
cumple. Para ello, existe un módulo que, a partir de ellas, genera un programa de prueba, en un lenguaje 
simple diseñado para este propósito. Este programa sería fácilmente interpretable por un hardware de 
comprobación de circuitos que se diseñara a tal efecto. 
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Abstract 
 
Currently many electronics laboratories employ integrated circuits with commercial or educational 
purposes. Faults or defects that may be present in these circuits cause delays and lower productivity, 
and therefore need to be detected as soon as possible. 
 
The present project consists of a software solution for representing integrated circuits. The software 
allows the user to define the activation conditions of the different output pins, and generates a test 
program that validates that the given circuit behaves as expected. 
 
The software lets the user to enter the activation conditions either as a truth table or as a timing diagram. 
It then stores those specifications in a file. Using those definitions, it allows for the generation of a test 
program for the circuit. 
 
The project is developed in the C# programming language, using the Microsoft Visual Studio suite. A 
custom control has been developed to visually represent any defined integrated circuit. It allows defining 
the activation logic for output pins. 
 
The files that define the integrated circuits are stored in an XML sub-format defined by an XSD schema. 
Both the physical description of the circuit and the activation conditions for the output pins is stored there. 
Despite the fact that the XML format was chosen because it allowed for an easy manual edition using 
any text editor, visual interfaces have been developed to enable the user to input both the physical 
description of the circuit and the activation conditions of the output pins. 
 
All this definitions are needed in order to check that a given integrated circuit is behaving as expected. 
To accomplish this task, a specific module has been developed. Its only purpose is to generate a test 
program, in a simple language designed with such task in mind. The main characteristic of the generated 
programs are that they are easily convertible into testing orders by a hardware that would be designed 
specifically for the task.  
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Capítulo 1: Introducción 
 
Los circuitos integrados, como cualquier componente hardware, pueden dañarse debido a múltiples 
factores. Los problemas en el funcionamiento de un circuito integrado no siempre son debidos al mismo, 
pues al ser parte de un sistema mayor, el fallo puede encontrarse en el montaje del circuito integrado en 
éste [Sha, 10]. Por tanto, podemos clasificar los fallos en circuitos integrados en internos --aquellos que 
son debidos al propio circuito --, o externos, -- aquellos que son debidos a problemas en el sistema del 
que es parte: 
Internos 
- Conexión abierta entre la pastilla del integrado y los pines de entrada o salida. 
- Cortocircuito entre un pin de entrada o salida y la línea de masa o alimentación. 
- Cortocircuito entre los pines de entrada. 
- Componente o circuito averiado. 
Externos 
- Cortocircuito entre cualquier pin y la conexión de masa o alimentación. 
- Cortocircuito entre dos o más pines. 
- Circuito abierto en un terminal, circuito impreso, conexiones o cables. 
- Fallo de un componente externo. 
 
 
Imagen 1: Esquema de la estructura de un circuito integrado [pin, www] 
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El problema que se intenta mitigar en este proyecto es el hecho de que no siempre resulta obvio que un 
circuito integrado presente daños internos. En multitud de casos, los daños no son apreciables a simple 
vista, al no presentar quemaduras ni deformaciones el encapsulado. Los daños internos pueden 
producirse debido a diversas razones [Toc, 93a]: 
- Puede producirse un circuito abierto si hay problemas en el fino cable que une el integrado con 
el pin. Puede fallar la soldadura o, más frecuentemente, quemarse si se le demanda más 
corriente de la que puede suministrar. 
- Otro fallo común es el cortocircuito entre pines o con la línea de alimentación o masa. Las 
conexiones entre entradas, salidas, alimentación y masa pueden llegar a establecer contacto 
entre sí, causando un cortocircuito interno. 
 
En el entorno de un laboratorio de electrónica, con más frecuencia de la deseada los estudiantes, por 
desconocimiento o por descuido, acaban sometiendo a los circuitos integrados a situaciones 
susceptibles de dañarlos. Es habitual el conectar los integrados con la polaridad invertida, lo que puede 
dejar el circuito completo inservible. También es común quemar algún pin de salida al no conectarle en 
serie una resistencia para limitar la cantidad de corriente que podrá circular. 
Estos desperfectos en los circuitos integrados no siempre son detectados en el momento de ser 
causados, y con frecuencia son devueltos y posteriormente entregados a otros estudiantes, que pierden 
gran cantidad de tiempo intentando entender qué es lo que están conectando mal, sin sospechar de que 
el integrado, o una parte de él, puede estar dañado. 
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Capítulo 2: Metodologías de desarrollo de software 
 
Desde los inicios del desarrollo de software, los proyectos han sufrido de dificultad para estimar los 
costes, el tiempo necesario y la productividad o calidad final. Es por ello que hacia finales de los 60, 
principios de los 70 del pasado siglo se comenzara a pensar en metodologías que mitigaran estos 
problemas. El primer modelo que apareció fue el modelo en cascada. Con el tiempo, han ido apareciendo 
otros modelos que pretenden paliar las carencias de éste y/o adaptarse a entornos específicos. 
 
Modelo en Cascada 
 
El Modelo de Cascada fue la primera metodología de desarrollo de software en ser introducida [ist, www]. 
Es un modelo de ciclo de vida lineal-secuencial. Es muy simple de entender y usar. En un modelo en 
cascada, cada fase debe completarse completamente antes de que la siguiente fase pueda comenzar. 
Esta metodología de desarrollo de software se utiliza principalmente cuando el proyecto que es pequeño 
y no hay incertidumbres respecto a los requisitos. Al final de cada fase, se lleva a cabo una revisión para 
determinar si el proyecto trascurre según lo deseado, por si hubiera que hacer modificaciones. También 
se contempla si procede continuar o descartar el proyecto. En este modelo, las pruebas de software 
comienzan solo después de que el desarrollo esté completo. En el modelo en cascada, las distintas fases 
nunca se superponen. A continuación se muestra la figura representativa del modelo: 
 
 
Imagen 2: Modelo en cascada [pri, www] 
 
Ventajas del modelo de cascada 
 
 Este modelo es simple y fácil de entender y usar. 
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 Es fácil de gestionar debido a la rigidez del modelo - cada fase tiene productos específicos y un 
proceso de revisión. 
 En este modelo las fases son procesadas y completadas de una en una. Las fases no se 
superponen. 
 El modelo de la cascada funciona bien para los proyectos más pequeños donde los requisitos 
son muy claros y se comprenden desde el principio por todos los implicados. 
 
 
Desventajas del modelo de cascada 
 
 Una vez que una aplicación está en la fase de pruebas, es muy difícil volver atrás y cambiar algo 
que no estuviera bien pensado en la fase de diseño. 
 No se entrega ningún software funcional hasta muy tarde en el ciclo de vida. 
 Grandes cantidades de riesgo e incertidumbre. 
 No es un buen modelo para proyectos complejos y orientados a objetos. 
 Modelo deficiente para proyectos largos y en curso. 
 No es adecuado para los proyectos en los que los requisitos tienen un riesgo de moderado o alto 
de ser cambiados. 
 
Cuándo utilizar el modelo de cascada 
 
 Este modelo se utiliza sólo cuando los requisitos son muy conocidos, claros y fijos. 
 La definición del producto es estable. 
 Se entiende la tecnología. 
 No hay requisitos ambiguos 
 Hay disponible gran cantidad de recursos y la gente tiene a la formación necesaria. 
 El proyecto es corto. 
 
La interacción con el cliente es mucho menor durante el desarrollo del producto. Solo cuando el producto 
está completamente terminado es cuando se puede mostrar a los usuarios finales. Una vez que el 
producto se desarrolla, si se encuentra algún fallo, el coste del arreglo es muy alto, porque hay que 
cambiar todas las fases, desde la documentación hasta la codificación, pruebas, etc. 
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Modelo en V 
 
Modelo en V significa Modelo de Verificación y Validación [ist, www]. Al igual que el modelo en cascada, 
el ciclo de vida en forma de V es una ruta secuencial de ejecución de procesos. Cada fase debe 
completarse antes de que pueda comenzar la fase siguiente. Se planifica una fase de prueba 
correspondiente a cada fase del desarrollo. 
 
 
 
Imagen 3: Modelo en V [ing, www] 
 
Fases del modelo en V 
 
Las distintas fases del modelo V son las siguientes: 
 
 En el modelo en V la toma de requisitos es la primera fase del ciclo de vida, al igual que el modelo 
en cascada. Sin embargo, en este modelo, antes de que se inicie la fase de desarrollo, se crea 
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un plan de prueba del sistema. El plan de prueba se centra en cumplir con la funcionalidad 
especificada en la recopilación de requisitos. 
 
 La fase de diseño de alto nivel (HLD por sus siglas en inglés, High Level Design) se centra en la 
arquitectura y el diseño del sistema. Proporciona una visión general de la solución, plataforma, 
sistema, producto y servicio / proceso. En esta fase se crea un plan de pruebas de integración, 
con el fin de probar la capacidad de trabajar juntos de todos los componentes software del 
sistema. 
 
 La fase de diseño de bajo nivel (LLD por sus siglas en inglés, Low Level Design) es donde se 
diseñan los componentes de software reales. Se define la lógica real para cada componente del 
sistema. Se crean los diagramas de clases con todos los métodos y la relación entre las distintas 
clases que conformarán el software. También en esta fase se crean pruebas unitarias para los 
componentes. 
 
 La fase de implementación es donde tiene lugar toda la codificación. Una vez completada la 
codificación, la ruta de ejecución continúa por el lado derecho de la V, donde ahora se ponen a 
prueba los planes de prueba desarrollados anteriormente. 
 
 
Ventajas del modelo en V 
 
 Simple y fácil de usar. 
 Las actividades de prueba como la planificación y el diseño de pruebas ocurren mucho antes de 
la codificación. Esto ahorra mucho tiempo. Por lo tanto, ofrece una mayor probabilidad de éxito 
respecto al modelo en cascada. 
 El seguimiento proactivo de defectos, es decir, los defectos se encuentran en las primeras etapas. 
 Evita el flujo descendente de los defectos. 
 Funciona bien para pequeños proyectos donde los requisitos son fáciles de entender. 
 
 
Desventajas del modelo en V 
 
 Muy rígido y menos flexible. 
 El software se desarrolla durante la fase de implementación, por lo que no se producen prototipos 
tempranos del software. 
 Si se producen cambios a mitad de camino, los documentos de prueba junto con los documentos 
de requisitos deben actualizarse. 
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Cuándo utilizar el modelo en V 
 
 El modelo en V debe utilizarse para proyectos de tamaño pequeño a mediano, en los que los 
requisitos están claramente definidos y fijos. 
 El modelo en V debe ser elegido cuando se dispone de amplios recursos técnicos, con los 
conocimientos técnicos necesarios. 
 Se requiere una alta confianza del cliente para elegir el enfoque en forma de V. Dado que, no se 
producen prototipos, existe un riesgo muy alto de no satisfacer las expectativas de los clientes. 
 
 
Modelo incremental 
 
En el modelo incremental todo el requisito se divide en varios ciclos de construcción. Da lugar a múltiples 
ciclos de desarrollo, haciendo que el ciclo de vida sea parecido a varios ciclos en cascada [ist, www]. 
Los ciclos se dividen en módulos más pequeños y más fáciles de gestionar. 
 
 
 
Imagen 4: Modelo incremental [ema, www] 
 
En este modelo, cada módulo pasa por las fases de requisitos, diseño, implementación y pruebas. Se 
consigue una primera versión funcional del software tras el primer ciclo, por lo que se dispone de software 
funcionando más temprano en el ciclo de vida. Cada versión posterior del módulo añade funcionalidad 
nueva a la versión anterior. El proceso continúa hasta que se obtiene el sistema completo. 
 
Por ejemplo, como se aprecia en el diagrama anterior, cuando se trabaja de forma incremental, se va 
añadiendo pieza por pieza, pero se espera a que cada pieza esté completamente terminada. Se siguen 
añadiendo piezas hasta que esté completo. Cada pieza se define, se diseña, se construye y se prueba. 
Tras la primera iteración el primer módulo de la aplicación o producto está totalmente listo y puede ser 
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mostrado a los clientes. Igualmente, tras la segunda iteración, otro módulo estará listo e integrado con 
el primer módulo. En el caso del ejemplo, tras la tercera iteración, todo el producto está listo e integrado.  
 
 
Ventajas del modelo Incremental 
 
 Genera software funcional rápido y temprano durante el ciclo de vida del software. 
 Este modelo es más flexible - menos costoso para cambiar el alcance y los requisitos. 
 Es más fácil probar y depurar durante una iteración más pequeña. 
 En este modelo el cliente puede responder a cada entregable. 
 Reduce el coste de entrega inicial. 
 Más fácil de manejar el riesgo porque las piezas son menores y los riesgos se gestionan durante 
la iteración. 
 
 
Desventajas del modelo incremental 
 
 Necesita una buena planificación y diseño. 
 Necesita una definición clara y completa de todo el sistema antes de que pueda desglosarse y 
construirse de forma incremental. 
 El coste total es más alto que con el modelo en cascada. 
 
 
Cuándo usar el modelo incremental 
 
 Este modelo puede utilizarse cuando los requisitos del sistema completo están claramente 
definidos y comprendidos. 
 Deben definirse requisitos importantes; sin embargo, algunos detalles pueden evolucionar con 
el tiempo. 
 Hay una necesidad de llevar un producto al mercado rápidamente. 
 Se está utilizando una nueva tecnología. 
 Los recursos con las habilidades necesarias no están disponibles. 
 Hay algunas características y objetivos de alto riesgo. 
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Modelo iterativo 
 
Un modelo de ciclo de vida iterativo no intenta comenzar con una especificación completa de requisitos 
[ist, www]. En su lugar, el desarrollo comienza especificando e implementando sólo parte del software, 
que luego puede ser revisado para identificar requisitos adicionales. Este proceso se repite, produciendo 
una nueva versión del software tras cada ciclo del modelo. 
 
Imagen 5: Modelo iterativo [ema, www] 
 
 
En el diagrama anterior se puede ver que, al trabajar de forma iterativa, se crea un producto o pieza de 
software en cada iteración, luego se revisa y se mejora en la siguiente iteración y así sucesivamente 
hasta que se termine. Como se muestra en la imagen anterior, en la primera iteración todo el sistema se 
esboza por encima, mientras que en la segunda iteración se desarrollan los detalles y en la tercera 
iteración se hacen ajustes finales. Por lo tanto, en el modelo iterativo el producto entero se desarrolla 
paso a paso. 
 
 
Ventajas del modelo iterativo 
 
 En el modelo iterativo sólo se puede crear un diseño de alto nivel de la aplicación antes de 
comenzar a construir el producto y definir la solución de diseño para todo el producto. Más tarde, 
se podrá diseñar y construir una versión esqueleto de eso, y luego evolucionar el diseño basado 
en lo que había sido construido. 
 En el modelo iterativo se construye y mejora el producto paso a paso. Por lo tanto, es posible 
detectar defectos en las primeras etapas. Esto evita el flujo hacia abajo de los defectos. 
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 En el modelo iterativo se puede obtener información fiable de los usuarios. Al presentar bocetos 
y planos del producto a los usuarios para su retroalimentación, se les está pidiendo que imaginen 
cómo funcionará el producto. 
 En el modelo iterativo se dedica menos tiempo a la documentación y se da más tiempo al diseño. 
 
 
Desventajas del modelo iterativo 
 
 Cada fase de una iteración es rígida, sin superposiciones. 
 Es posible que surjan problemas costosos de arquitectura o diseño del sistema porque no todos 
los requisitos se recogen de antemano durante todo el ciclo de vida. 
 
 
Cuándo usar el modelo iterativo 
 
 Los requisitos del sistema completo están claramente definidos y comprendidos. 
 Cuando el proyecto es grande. 
 Deben definirse requisitos importantes; Sin embargo, algunos detalles pueden evolucionar con 
el tiempo. 
 
 
Modelo en espiral 
 
El modelo en espiral es similar al modelo incremental, con mayor énfasis en el análisis de riesgo [ist, 
www]. El modelo en espiral tiene cuatro fases: Planificación, Análisis de Riesgos, Ingeniería y Evaluación. 
Un proyecto de software pasa repetidamente estas fases en iteraciones (llamadas espirales en este 
modelo). En la espiral inicial, que comienza en la fase de planificación, se recopila y se evalúa el riesgo. 
Cada espiral posterior se basa en la espiral de línea de base. Consta de las siguientes fases: 
  
Fase de planificación: Los requisitos se recogen durante la fase de planificación. Se redactan 
documentos como el BRS (Bussiness Requirement Specifications) y el SRS (System Requirement 
Specifications). 
 
Análisis de Riesgo: En la fase de análisis de riesgo, se emprende un proceso para identificar riesgos y 
soluciones alternativas. Se produce un prototipo al final de la fase de análisis de riesgo. Si se encuentra 
algún riesgo durante esa fase, se sugieren e implementan soluciones alternativas. 
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Fase de Ingeniería: En esta fase se desarrolla, al principio, el software, y las pruebas al final de la fase. 
Por lo tanto, en esta fase se realiza tanto el desarrollo como las pruebas. 
 
Fase de evaluación: Esta fase permite al cliente evaluar los entregables del proyecto hasta la fecha, 
antes de que el proyecto continúe hacia la siguiente espiral. 
 
A continuación se muestra una representación gráfica del modelo en espiral: 
 
 
Imagen 6: Modelo en espiral [h2c, www] 
 
 
Ventajas del modelo espiral 
 
 Mayor cantidad de análisis de riesgo, por lo tanto, se evita el riesgo. 
 Bueno para proyectos grandes y de misión crítica. 
 Fuerte control y verificación de la documentación. 
 Funcionalidad adicional se puede agregar en una fecha posterior. 
 El software se entrega pronto del ciclo de vida del software. 
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Desventajas del modelo espiral 
 
 Puede ser un modelo costoso de usar. 
 El análisis de riesgos requiere experiencia altamente específica. 
 El éxito del proyecto depende en gran medida de la fase de análisis de riesgos. 
 No funciona bien para proyectos más pequeños. 
  
Cuándo usar el modelo en espiral 
 
 Cuando los costes y la evaluación del riesgo son importantes. 
 Para proyectos de mediano a alto riesgo. 
 La continuidad a largo plazo del proyecto no está asegurada debido a posibles cambios en las 
prioridades económicas. 
 Los usuarios no están seguros de sus necesidades. 
 Los requisitos son complejos. 
 Nueva línea de productos. 
 Se esperan cambios significativos (investigación y exploración). 
 
 
Modelo ágil 
 
La familia de modelos de desarrollo ágil son también unos modelos de tipo incremental [ist, www]. El 
software se desarrolla en ciclos incrementales y rápidos. Esto da como resultado pequeñas versiones 
incrementales donde cada versión se basa en la funcionalidad anterior. Cada lanzamiento es probado a 
fondo para asegurar que la calidad del software se mantiene. Se utiliza para aplicaciones de tiempo 
crítico. eXtreme Programming (XP) y SCRUM son actualmente unos de los modelos de ciclo de vida de 
desarrollo más conocidos. 
A continuación se presenta una figura esquemática del modelo: 
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Imagen 7: Modelo ágil [sli, www] 
 
 
Ventajas del modelo ágil 
 
 Satisfacción del cliente mediante entrega rápida y continua de software útil. 
 Se priman las personas y las interacciones frente a los procesos y herramientas. Los clientes, 
desarrolladores y probadores interactúan constantemente entre sí. 
 Se entrega software funcional con frecuencia (semanas en lugar de meses). 
 La conversación cara a cara es la mejor forma de comunicación. 
 Cooperación estrecha y diaria entre negocio y desarrolladores. 
 Atención continua a la excelencia técnica y buen diseño. 
 Adaptación regular a las circunstancias cambiantes. 
 Incluso los cambios tardíos en los requisitos son bienvenidos 
 
Desventajas del modelo ágil 
 
 En el caso de algunas entregas de software, especialmente las grandes, es difícil evaluar el 
esfuerzo requerido al inicio del ciclo de vida del desarrollo del software. 
 No se hace hincapié en el diseño y la documentación necesarios. 
 El proyecto puede ser fácilmente cancelado si el representante del cliente no tiene claro qué 
resultado final quiere. 
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 Solo los programadores senior son capaces de tomar el tipo de decisiones necesarias durante 
el proceso de desarrollo. Por lo tanto, no hay lugar para programadores novatos, a menos que 
sean una minoría entre desarrolladores más experimentados. 
 
 
Cuándo usar el modelo ágil 
 
 Cuando se espera que habrá cambios que deberán ser implementados. La libertad que el modelo 
ágil ofrece para el cambio es muy importante. Los nuevos cambios pueden ser implementados 
a muy poco coste debido a la frecuencia de los nuevos incrementos que se producen. 
 Para implementar una nueva característica los desarrolladores necesitan perder sólo el trabajo 
de unos pocos días, o incluso sólo horas, para volver atrás e implementarlo. 
 A diferencia del modelo de cascada, en el modelo ágil se requiere una planificación muy limitada 
para comenzar con el proyecto. El método ágil presupone que las necesidades de los usuarios 
finales están cambiando en un mundo de modelos de negocio y tecnologías cambiante. Los 
cambios pueden ser discutidos y las características pueden ser nuevamente efectuadas o 
eliminadas basándose en la retroalimentación. Esto asegura que se entrega al cliente el sistema 
terminado que quiere o necesita. 
 Tanto los desarrolladores como los demás involucrados perciben que obtienen más libertad de 
tiempo y opciones que si el software se desarrollara de una manera secuencial más rígida. Tener 
opciones les da la posibilidad de dejar decisiones importantes hasta que haya más o mejores 
para tomar la decisión. Esto significa que el proyecto puede seguir avanzando sin temor a un 
repentino estancamiento. 
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Capítulo 3: Herramientas utilizadas 
 
Para el desarrollo del proyecto se han utilizado una serie de herramientas que han venido a resolver las 
distintas necesidades que se presentaban. 
 
 
Microsoft Visual Studio 
 
Visual Studio apareció en 1992 como un editor para Visual Basic. El objetivo era facilitar la construcción 
visual de formularios arrastrando controles a su posición dentro del mismo. 
Su popularidad fue en aumento con cada versión hasta la 6.0 [pro ,www], a partir de la cual ha sufrido 
un importante cambio de rumbo que ha llevado al IDE (Integrated Development Environment, Entorno 
Integrado de Desarrollo) a convertirse en una solución completa de desarrollo, con la incorporación de 
módulos específicos para las demás fases del desarrollo del software. 
Así pues, la suite incluye módulos para el análisis de código, pruebas de rendimiento y de funcionalidad, 
generación de documentación, etc. 
Incluida como parte central de Visual Studio se encuentra la plataforma .NET Framework [wik, www], 
que facilita el desarrollo de aplicaciones. Provee multitud de funciones de interfaz, acceso a bases de 
datos, manejo de estructuras de datos como XML, funciones matemáticas y de cifrado, comunicaciones 
de red y un largo etcétera. 
Uno de los componentes más destacados en la arquitectura de la .NET Framework es el CLI (Common 
Language Infrastructure), una infraestructura independiente del lenguaje de programación específico que 
se use, que incluye el manejo de excepciones, el recolector de basura, la seguridad y la interoperabilidad. 
Microsoft Visual Studio es software de licencia propietaria, aunque se puede conseguir la Express Edition 
de manera gratuita. Aunque la implementación de Microsoft de la.NET Framework también es software 
propietario, la especificación y el código fuente de algunas de sus APIs están distribuidas bajo licencias 
más abiertas, lo que ha permitido implementaciones de terceros como Mono [mon, www]. 
En este proyecto se usa la versión 2012 de Microsoft Visual Studio y la versión 4.0 de la .NET Framework. 
De entre las posibles opciones para desarrollo de interfaces que Visual Studio ofrece, en este proyecto 
se utiliza Windows Form Designer, con el que se presentan los principales menús de opciones de la 
aplicación. Se adapta muy bien al trabajo requerido, ya que el modelo de programación dirigida por 
eventos encaja de modo bastante adecuado con la utilización típica de botones y menús por parte del 
usuario en una interfaz gráfica (GUI, Graphical User Interface). 
Adicionalmente, se ha utilizado la capacidad de Visual Studio para crear controles personalizados, para 
crear un control que represente circuitos integrados, y responda a los eventos de usuario del mismo 
modo que controles de la librería básica. 
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GanttProject 
 
GanttProject es un software de gestión de proyectos de código libre (bajo licencia GPL, GNU Public 
License, Licencia Pública GNU, una de las licencias de derecho de autor más usadas en el mundo del 
software libre [gnu, www]) desarrollado en Java [gan, www]. Está disponible para Windows, Linux y Mac. 
 
GanttProject es, por norma general, más simple que programas similares como Microsoft Project, 
OpenProj o JFreeChart. 
 
Implementa la mayor parte de las funciones básicas de la gestión de proyectos, como son el diagrama 
de Gantt, que es una representación gráfica para la planificación en el tiempo del proyecto y las distintas 
tareas, y la gestión de recursos usando diagramas de carga de trabajo. Como limitación, se podría citar 
que la unidad mínima de tiempo es el día; no se soportan horas; así como que carece de funciones de 
control de costes, comunicaciones y documentación. 
 
Las características más importantes son: 
 Jerarquía de tareas y dependencias 
 Diagrama de Gantt 
 Diagrama de carga de trabajo 
 Generación de diagrama PERT 
 Exportación/Importación de ficheros de MS Project 
 Intercambio de datos con hojas de cálculo 
 Ficheros de proyecto en formato XML 
 Gestión de festivos y vacaciones 
 Disponibilidad en más de 20 idiomas 
 
 
Para este proyecto, se han gestionado las distintas fases de las sucesivas iteraciones de desarrollo 
mediante GanttProject. Se ha considerado un proyecto independiente a cada una de las iteraciones. 
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Capítulo 4: Desarrollo del proyecto 
 
En el desarrollo de este proyecto se ha decidido utilizar una metodología de diseño incremental, donde 
los requisitos del usuario, rol que corresponde al profesor-tutor, son recogidos por el rol del analista, 
implementados por el equipo de programación, y probados por el equipo de pruebas, roles estos últimos 
que recaen sobre el alumno. 
Este ciclo se repetirá en múltiples fases, coincidiendo con los distintos módulos que componen la 
solución software final, y que tienen suficiente entidad por sí mismos como para justificar el enfoque 
escogido. 
Pese al auge que actualmente tienen en la industria del desarrollo de software los modelos ágiles, se ha 
valorado escoger el modelo de desarrollo incremental al ajustarse mejor a las características del proyecto, 
pues ofrece en este caso las principales ventajas de los modelos ágiles, evitando sus principales 
inconvenientes. 
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Capítulo 5: Módulo de representación de circuitos 
 
Este módulo es el encargado de representar gráficamente los circuitos en pantalla, a partir de la lectura 
de sus características físicas: el número de pines y su disposición relativa. A continuación se detallan 
las fases del desarrollo de este módulo. 
 
 
Análisis y Requisitos 
 
El módulo de representación de circuitos será parte fundamental del núcleo del proyecto. 
Se requiere poder representar gráficamente un circuito integrado típico. La representación del circuito 
será un rectángulo, donde se deberá poder mostrar el nombre del mismo. Hacia los lados se encontrarán 
los distintos pines, que deberán poder mostrar. Aunque para poder conectar los circuitos integrados con 
facilidad en un comprobador, estos deberían tener un encapsulado tipo DIL (Dual In-Line), el módulo de 
representación de circuitos permitirá mostrar también circuitos con pines en los cuatro costados: 
- Nombre. Junto a la línea que señaliza el pin se quiere poder mostrar un texto que permita distinguirlo 
por su nombre. 
- Tipo de lógica. Sobre la etiqueta del nombre se desea poder representar mediante una línea, que la 
lógica del pin es negativa. Por el contrario, si la lógica fuera positiva, se representaría mediante la 
ausencia de dicha línea, quedando únicamente el nombre. 
- Tipo de dato: el pin puede ser de entrada, salida, entrada/salida o de otro tipo. Se desea poder 
representar los distintos tipos mediante un código de color. Adicionalmente, puede haber pines no 
conectados (NC) en los circuitos. Se requiere poder indicar un tipo de pin no conectado, que provocará 
que no se represente ningún pin en el hueco que éste ocuparía. 
 
Los pines deberán poder representarse tanto en las orientaciones horizontales, a los lados derecho e 
izquierdo del componente, como en orientación vertical, por los laterales superior e inferior. Aunque la 
existencia de pines en ambas orientaciones en un mismo circuito haría imposible su inserción en un 
zócalo ZIF (Zero Insertion Force), se desea tener la capacidad de representar estos circuitos. Serían los 
denominados circuitos QIL (Quad In-Line) Asimismo, esto supondrá una facilidad en caso de querer rotar 
la representación de circuitos que únicamente tienen pines en dos lados opuestos; es decir, pines en 
una única orientación. 
 
Los circuitos integrados suelen tener alguna marca o muesca para permitir determinar su orientación, de 
la que depende la numeración de los pines. Será necesario poder representar distintas marcas sobre el 
circuito integrado. 
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Imagen 8: Circuito integrado con muesca de redondel 
 
 
Imagen 9: Circuito integrado con muesca en U 
 
En las ilustraciones anteriores se pueden ver algunos ejemplos de marca sobre circuitos integrados. 
 
El módulo de representación deberá soportar los siguientes: 
- Muesca en U, como la que puede verse en la ilustración arriba, es una marca que se encuentra 
normalmente en el centro de una de las caras. 
- Círculo grabado, como el que puede verse en la ilustración arriba, es un rebaje en forma de círculo 
sobre la superficie del encapsulado 
- Esquina recortada, es un corte en una de las esquinas del encapsulado, que impide que éste forme un 
rectángulo perfecto. 
 
Todas estas características de un circuito deben poder ser almacenadas en un fichero, permitiendo así 
que se creen ficheros con las representaciones de diferentes circuitos. Se debe poder cargar estos 
ficheros. 
 
 
Diseño y Desarrollo 
 
En la etapa de diseño y desarrollo se esboza primero el aspecto que tendrá la interfaz que se desea 
crear, en un gráfico rápido generado con cualquier utilidad de dibujo, llamado low-fi. A continuación, se 
presenta un esquema low-fi de lo que se espera poder representar: 
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Imagen 10: Esquema low-fi de la interfaz pintando un circuito integrado 
 
Para el desarrollo del módulo de representación de circuitos se creó un control de usuario de Windows 
Forms [Sha,10], que cumple con los requisitos deseados en cuanto a capacidades de dibujo. 
Se permiten especificar los distintos tipos de pines atendiendo a su tipología: entrada, salida, 
entrada/salida y otros. También se soportan pines ausentes o NC, para indicar posiciones donde 
simplemente no existe pin. 
Los pines pueden definirse tanto de lógica positiva como negativa, representándose esto último mediante 
una línea sobre el nombre del pin, que estaría ausente en el caso de que el pin fuera de lógica positiva. 
El componente permite también representar pines en la parte superior e inferior, a la vez que en los 
laterales, aunque este tipo de circuitos no podrían ser insertables en un típico zócalo ZIF. 
 
 
 
Imagen 11: Vista de ejemplo del control de circuito integrado 
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En la imagen anterior se puede ver un ejemplo de las capacidades de pintado del control de 
representación de circuitos integrados. 
El módulo de representación permite cargar ficheros con los distintos circuitos integrados que se deseen 
mostrar. Estos ficheros deberán estar en el formato definido para el proyecto. 
 
 
Formato de los ficheros del proyecto 
 
Para los ficheros con las representaciones de los circuitos integrados, sus pines y la lógica de activación 
se ha optado por utilizar el formato XML, ampliamente difundido para el intercambio de datos. La razón 
para su elección ha sido que es fácilmente procesable y legible tanto para humanos como para 
ordenadores, disponiendo en la .NET Framework de un parser, o analizador sintáctico, inmediato de 
usar. Aunque el formato XML es menos compacto que otros como JSON [w3w, www], esto no 
representaba un inconveniente serio, pues el tamaño de los ficheros sigue siendo contenido, y no son 
datos que se vayan a transmitir en tiempo real o con limitaciones de ancho de banda. 
 
 
El formato XML 
 
El lenguaje XML, eXtensible Markup Language o “Lenguaje Extensible de Marcas”, fue desarrollado para 
definir lenguajes de marcas para almacenar datos de forma legible [BRA,02a]. Proviene del lenguaje 
GML, desarrollado por IBM en la década de 1970, y normalizado en 1986 como SGML 
 
Estructura del documento XML 
El documento XML consiste de elementos, señalados por etiquetas. Cada elemento debe representar 
un pedazo de información con un sentido claro y definido. Un elemento puede contener, a su vez, 
elementos hijo, y debe existir un único elemento padre, que contendrá a todos los demás. De este modo, 
un documento XML se estructura en forma de árbol. 
Prólogo 
Opcionalmente, un documento XML puede comenzar con unas líneas que describen la versión de XML, 
el tipo de documento (DTD, Document Type Definition) y alguna otra información respecto al mismo.  
Cuerpo 
El cuerpo en un documento XML no es opcional. Debe existir, conteniendo un único elemento raíz, que 
contendrá a todos los demás elementos del documento. 
Elementos 
Los elementos del documento, marcados con etiquetas, contienen, bien información en formato texto, 
bien otros elementos. Además, los elementos pueden tener atributos, que permiten dar información 
adicional sobre el propio elemento. Un ejemplo de un fragmento de documento XML con descripciones 
de ciudades: 
<ciudad nombre=”Madrid”>Descripción de Madrid...</ciudad> 
<ciudad nombre=”Barcelona”>Descripción de Barcelona...</ciudad> 
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Formato de los ficheros XML del proyecto 
 
Para almacenar la información sobre las características de los circuitos integrados, en el proyecto se ha 
utilizado el formato XML, añadiendo los requisitos necesarios para almacenar los datos requeridos. De 
este modo, el formato de fichero .int (abreviado de INTegrado) requiere un elemento raíz “circuito”, que 
tenga un atributo “nombre” que especificará el nombre del circuito integrado. 
Como miembros hijo del nodo superior, deberá haber distintos elementos para la representación gráfica 
del circuito. Estos elementos son: 
- pines: representa un grupo de pines. El atributo “lado” indica una de las siguientes posibilidades: 
 - izquierda 
 - derecha 
 - arriba 
 - abajo 
 
Para validar que un fichero XML, que podría contener cualquier tipo de información, contiene una cierta 
información concreta que se adhiere a unas reglas más restrictivas, se emplean esquemas XSD 
[BRA,02b]. 
El esquema XSD de validación del elemento pines: 
 
<xs:attribute name="lado" use="required"> 
    <xs:simpleType> 
    <xs:restriction base="xs:string"> 
        <xs:enumeration value="izquierda" /> 
        <xs:enumeration value="derecha" /> 
        <xs:enumeration value="arriba" /> 
        <xs:enumeration value="abajo" /> 
    </xs:restriction> 
    </xs:simpleType> 
</xs:attribute> 
 
Dentro del grupo de pines, deberá haber elementos “pin”, que tendrán tres atributos, todos obligatorios: 
 - nombre: el nombre del pin, que se mostrará en la representación gráfica 
 - tipo: el tipo del pin, que deberá ser uno de los siguientes: 
  - input: indicará que el pin es de entrada 
  - output: indicará un pin de salida 
  - inputoutput: indicará un pin de entrada/salida 
  - other: indicará un pin especial, como GND, VCC o CLK 
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  - absent: indicará que en esta posición, el integrado carece de pin físico 
 - logica: la lógica del pin, que podrá ser: 
  - directa: si un nivel alto equivale al estado de activación 
  - inversa: si es un nivel de voltaje bajo el que equivale al estado de activación 
Para validar el cumplimiento de estas restricciones, se aplica el esquema XSD siguiente: 
 
<xs:element name="pin" maxOccurs="unbounded" minOccurs="1"> 
<xs:complexType> 
    <xs:simpleContent> 
        <xs:extension base="xs:string"> 
            <xs:attribute type="xs:string" name="nombre" use="required" /> 
            <xs:attribute name="tipo" use="required"> 
            <xs:simpleType> 
                <xs:restriction base="xs:string"> 
                    <xs:enumeration value="input" /> 
                    <xs:enumeration value="output" /> 
                    <xs:enumeration value="inputoutput" /> 
                    <xs:enumeration value="other" /> 
                    <xs:enumeration value="absent" /> 
                </xs:restriction> 
            </xs:simpleType> 
            </xs:attribute> 
            <xs:attribute name="logica" use="required"> 
            <xs:simpleType> 
                <xs:restriction base="xs:string"> 
                    <xs:enumeration value="directa" /> 
                    <xs:enumeration value="inversa" /> 
                </xs:restriction> 
            </xs:simpleType> 
            </xs:attribute> 
        </xs:extension> 
    </xs:simpleContent> 
</xs:complexType> 
</xs:element> 
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Para representas las posibles marcas que tiene el circuito integrado, que ayudan a determinar su 
orientación, se permite especificar un elemento “marquitas” que contendrá una lista de elementos hijo: 
- marquita: representa una de las marcas que tiene el circuito integrado, que ayuda a comprender su 
orientación y a ubicar sus pines. Los elementos de tipo “marquita” tienen dos posibles atributos: 
 - tipo: especifica el tipo de marquita. Los valores reconocidos son: 
  - MuescaEnU: representa una muesca en forma de U en el lateral del circuito 
  - Redondel: representa un círculo grabado sobre el circuito 
  - EsquinaCortada: representa una esquina recortada en el circuito 
  - posicion: indica la posición de la marquita. Los valores permitidos son: 
  - ArribaIzquierda: marquita ubicada en el lado superior izquierdo 
  - ArribaCentro: marquita ubicada en el lado superior central 
  - ArribaDerecha: marquita ubicada en el lado superior derecho 
  - CentroIzquierda: marquita ubicada en el medio del lado izquierdo 
  - CentroDerecha: marquita ubicada en el medio del lado derecho 
  - AbajoIzquierda: marquita ubicada en lado inferior izquierdo 
  - AbajoCentro: marquita ubicada en el lado inferior central 
  - AbajoDerecha: marquita ubicada en el lado inferior derecho 
- Ausente: No dibujar marquita 
 
Para comprobar la corrección de esta sección, el XSD empleado será: 
 
<xs:element name="marquita"> 
<xs:complexType> 
    <xs:simpleContent> 
        <xs:extension base="xs:string"> 
            <xs:attribute name="tipo"> 
            <xs:simpleType> 
                <xs:restriction base="xs:string"> 
                    <xs:enumeration value="MuescaEnU" /> 
                    <xs:enumeration value="Redondel" /> 
                    <xs:enumeration value="EsquinaCortada" /> 
                </xs:restriction> 
            </xs:simpleType> 
            </xs:attribute> 
            <xs:attribute name="posicion"> 
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            <xs:simpleType> 
                <xs:restriction base="xs:string"> 
                    <xs:enumeration value="ArribaIzquierda" /> 
                    <xs:enumeration value="ArribaCentro" /> 
                    <xs:enumeration value="ArribaDerecha" /> 
                    <xs:enumeration value="CentroIzquierda" /> 
                    <xs:enumeration value="CentroDerecha" /> 
                    <xs:enumeration value="AbajoIzquierda" /> 
                    <xs:enumeration value="AbajoCentro" /> 
                    <xs:enumeration value="AbajoDerecha" /> 
                    <xs:enumeration value="Ausente" /> 
                </xs:restriction> 
            </xs:simpleType> 
            </xs:attribute> 
        </xs:extension> 
    </xs:simpleContent> 
</xs:complexType> 
</xs:element> 
 
 
Pruebas 
 
Para comprobar el correcto funcionamiento del módulo de representación de circuitos se diseñaron los 
siguientes casos de prueba, que aspiran a comprobar la corrección de la mayor parte de los casos 
posibles de representar; aunque obviamente la combinatoria de circuitos representables es muy elevada: 
 
Nombre Prueba de pin derecho. 
Objetivo Comprobar que el módulo de representación de circuitos dibuja 
correctamente un pin en el lado derecho. 
Precondiciones  - Que exista un fichero de definición de circuito que tenga definidos pines en 
el lado derecho. 
Paso Resultado esperado 
1) Cargar el fichero de definición de circuito que hay 
preparado. 
Comprobar que se muestran correctamente los 
pines del lado derecho. 
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Nombre Prueba de pin izquierdo. 
Objetivo Comprobar que el módulo de representación de circuitos dibuja 
correctamente un pin en el lado izquierdo. 
Precondiciones  - Que exista un fichero de definición de circuito que tenga definidos pines en 
el lado izquierdo. 
Paso Resultado esperado 
1) Cargar el fichero de definición de circuito que hay 
preparado. 
Comprobar que se muestran correctamente los 
pines del lado izquierdo. 
 
 
Nombre Prueba de pin superior. 
Objetivo Comprobar que el módulo de representación de circuitos dibuja 
correctamente un pin en el lado superior. 
Precondiciones  - Que exista un fichero de definición de circuito que tenga definidos pines en 
el lado superior. 
Paso Resultado esperado 
1) Cargar el fichero de definición de circuito que hay 
preparado. 
Comprobar que se muestran correctamente los 
pines del lado superior. 
 
 
Nombre Prueba de pin inferior. 
Objetivo Comprobar que el módulo de representación de circuitos dibuja 
correctamente un pin en el lado inferior. 
Precondiciones  - Que exista un fichero de definición de circuito que tenga definidos pines en 
el lado inferior. 
Paso Resultado esperado 
1) Cargar el fichero de definición de circuito que hay 
preparado. 
Comprobar que se muestran correctamente los 
pines del lado inferior. 
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Nombre Prueba de  marquita: muesca en U. 
Objetivo Comprobar que el módulo de representación de circuitos dibuja 
correctamente una marquita de tipo muesca en U. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definida una 
marquita de muesca en U. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestran correctamente las 
marquitas con forma de U en los laterales del 
circuito. 
 
 
Nombre Prueba de marquita: redondel. 
Objetivo Comprobar que el módulo de representación de circuitos dibuja 
correctamente una marquita de tipo redondel rebajado sobre el encapsulado. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definida una 
marquita de redondel. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestran correctamente las 
marquitas con forma de redondel en los laterales 
del circuito. 
 
 
Nombre Prueba de marquita: esquina recortada. 
Objetivo Comprobar que el módulo de representación de circuitos dibuja 
correctamente una marquita de tipo esquina recortada. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definida una 
marquita de esquina recortada. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestran correctamente las 
marquitas representando esquinas recortadas en el 
encapsulado. 
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Nombre Prueba de nombrado. 
Objetivo Comprobar que el módulo de representación de circuitos escribe 
correctamente el nombre sobre los pines. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines 
tanto en las orientaciones verticales como horizontales. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestran correctamente los 
nombres de los pines, tanto los que tienen 
orientación vertical como los que están dispuestos 
en orientación horizontal. 
 
 
Nombre Prueba de marcado de lógica negativa. 
Objetivo Comprobar que el módulo de representación de circuitos dibuja 
correctamente una línea sobre el nombre del pin, en caso de que éste esté 
definido como de lógica negativa. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines con 
lógica negativa tanto en orientaciones horizontales cómo en orientaciones 
verticales. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestran correctamente las 
líneas sobre el nombre del pin de lógica negativa, 
tanto en aquellos que se encuentren en orientación 
vertical, como en los dispuestos en orientación 
horizontal. 
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Planificación 
 
A continuación se muestra el diagrama de Gantt de planificación de esta fase 
 
 
Imagen 12: Diagrama de Gantt de planificación del módulo de representación
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Capítulo 6: Módulo de definición de la lógica 
 
Para que el sistema pueda comprobar el funcionamiento de los distintos circuitos y determinar si es 
correcto o no, necesita que además de la cantidad y tipo de pines del integrado, se le especifique cuál 
es el comportamiento esperado de cada uno de ellos. Para la definición del comportamiento de los pines, 
el sistema soporta dos modos distintos: mediante tabla de verdad, o mediante cronograma. 
 
 
Tabla de verdad 
 
Cuando la salida de un pin depende directamente de los valores de uno o varios pines de entrada, esto 
puede representarse mediante una tabla de verdad. 
 
Una tabla de verdad es una tabla matemática usada en lógica, específicamente en conexión con el 
álgebra de Boole [Boo, www], las funciones booleanas y la lógica proposicional, que define los valores 
funcionales de expresiones lógicas para cada uno de sus parámetros. Es decir, para cada combinación 
de valores que puede tomar las variables de entrada. 
 
Una tabla de verdad tiene una columna por cada variable de entrada, y una columna final por cada 
variable de salida [Tru, www]. Cada fila de la tabla contiene una posible configuración de las variables 
de entrada, y el resultado (valores de salida) para esos valores. Sin embargo, en el diseño que se ha 
realizado para la interfaz del proyecto, esta disposición ha sido traspuesta para adaptarse mejor a las 
características apaisadas de las pantallas de ordenador. 
 
A menudo se otorga a Ludwig Wittgenstein la invención de la tabla de verdad en su Tractatus Logico-
Philosophicus de 1921, aunque apareció al menos un año antes en un documento sobre lógica 
proposicional de Emil Leon Post. 
 
En lógica digital o binaria, puesto que cada entrada puede tomar únicamente dos valores, el número de 
combinaciones posibles para las entradas depende directamente del número de éstas, según la fórmula: 
 
número de salidas = 2 número de entradas 
 
De este modo, si hubiera 3 entradas, habría 23 = 8 combinaciones distintas posibles. 
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Análisis y Requisitos 
 
Para la introducción de tablas de verdad en el circuito, se necesita poder seleccionar los distintos pines 
que conformarán las variables de entrada. Tras la selección de cada uno de los pines de entrada, se 
mostrarán todas las combinaciones posibles de valores. En la parte inferior se mostrará, para el pin de 
salida, ese mismo número de opciones, permitiendo indicar en cada una el valor que la salida toma ante 
la combinación de valores de entrada. 
 
La aplicación debe permitir añadir o eliminar entradas, de las que dependerá la salida. Tras cada adición 
o eliminación, el número total de combinaciones posibles variará. Se requiere que tras cada adición o 
eliminación de una entrada se redibuje el nuevo total de combinaciones. 
 
Deberá ser posible especificar, para cada combinación de los valores de entrada, el valor que tomará la 
salida. 
 
 
Diseño y Desarrollo 
 
Al igual que durante el diseño del control de representación de circuitos, inicialmente se planteó cómo 
será, a grandes rasgos, la interfaz de definición de la tabla de la verdad. Para ello, se esbozó un low-fi, 
un esquema aproximado de la disposición de los distintos elementos y el aspecto general de la pantalla. 
El esquema low-fi de lo que se necesita, gráficamente, para poder utilizar el módulo, se puede ver en la 
siguiente ilustración. 
 
 
Imagen 13: Esquema low-fi de la interfaz de tabla de verdad 
 
 
Para el desarrollo de la interfaz de definición de tablas de verdad se creó un formulario de Windows 
Forms que permite seleccionar las diferentes entradas de las que dependerá el valor de salida. Al 
seleccionar cada entrada adicional, el sistema recalcula todas las posibles combinaciones. El usuario 
debe indicar únicamente el valor que toma la salida en cada caso. 
En la siguiente imagen puede verse una captura de una pantalla de definición de tabla de verdad: 
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Pruebas 
 
Para comprobar que el módulo de definición de la lógica de un pin en modo tabla de verdad funciona 
correctamente, se han definido los siguientes casos de prueba: 
 
Nombre Prueba de edición de lógica en formato tabla de verdad. 
Objetivo Comprobar que se muestra la pantalla de edición de la lógica en formato tabla 
de verdad al seleccionarlo desde el menú correspondiente. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Entrar en la pantalla de edición de tabla de la 
verdad. 
Comprobar que efectivamente se muestra la 
pantalla. 
 
 
Imagen 14: Vista de una pantalla de definición de tabla de verdad 
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Nombre Prueba de adición de entrada en la tabla de verdad. 
Objetivo Comprobar que la adición de una entrada en la tabla de verdad produce los 
efectos esperados. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Entrar en la pantalla de edición de tabla de la 
verdad. 
Comprobar que efectivamente se muestra la 
pantalla. 
3) Seleccionar una nueva entrada en el combo 
correspondiente. 
- Comprobar que se redibujan las combinaciones 
disponibles en la pantalla de tabla de verdad. 
- Comprobar que la entrada recién añadida deja de 
estar disponible para su adición. 
 
 
Nombre Prueba de eliminación de entrada en la tabla de verdad. 
Objetivo Comprobar que la eliminación de una entrada en la tabla de verdad produce 
los efectos esperados. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Entrar en la pantalla de edición de tabla de la 
verdad. 
Comprobar que efectivamente se muestra la 
pantalla. 
3) Eliminar una de las entradas de los combos de 
la izquierda. 
- Comprobar que se redibujan las combinaciones 
disponibles en la pantalla de tabla de verdad. 
- Comprobar que la entrada seleccionada vuelve a 
estar disponible para su adición. 
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Nombre Prueba de modificación de los valores de salida. 
Objetivo Comprobar que se pueden editar los valores que toma la salida para las 
distintas combinaciones de las entradas en la definición de la lógica mediante 
tabla de verdad. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Entrar en la pantalla de edición de tabla de la 
verdad. 
Comprobar que efectivamente se muestra la 
pantalla. 
3) Escoger distintos pines de entrada. Comprobar que se dibujan las distintas líneas de 
tiempo para editar los cambios de estado de cada 
entrada seleccionada. 
4) Modificar los valores que toma la salida. Comprobar que se pueden modificar los texboxes 
de salida de forma que toman alternativamente los 
valores 0 y 1. 
 
 
Nombre Prueba de edición de lógica en formato tabla de verdad. 
Objetivo Comprobar que se muestra la pantalla de edición de la lógica en formato tabla 
de verdad al seleccionarlo desde el menú correspondiente. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Entrar en la pantalla de edición de tabla de la 
verdad, seleccionar pines de entrada y modificar 
los valores correspondientes para la salida. 
Comprobar que efectivamente se muestra la 
pantalla y todo se edita correctamente. 
3) Salvar los cambios. Comprobar que el fichero generado recoge 
correctamente los cambios realizados y tiene la 
estructura esperada. 
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Planificación 
 
El diagrama de Gantt de la planificación de este sub-módulo es el siguiente: 
 
 
Imagen 15: Diagrama de Gantt del sub-módulo de definición de tabla de verdad 
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Cronograma 
 
Un cronograma es una representación de los valores que van tomando un conjunto de señales durante 
un período de tiempo. Un cronograma suele contener varias filas, entre las que usualmente una simboliza 
una entrada de reloj. En electrónica digital se usa con muchísima frecuencia para describir las relaciones 
temporales entre las distintas señales de entrada y salida. En la aplicación, es la otra alternativa existente 
para especificar el funcionamiento de un circuito integrado. 
 
Análisis y Requisitos 
 
Se necesita poder establecer los valores que tomará una salida en función de los valores de las entradas 
mediante un cronograma, para poder representar el paso del tiempo o los distintos estados por los que 
va pasando el circuito. El sistema deberá permitir seleccionar una cantidad arbitraria de señales de 
entrada. Para cada una de las señales de entrada, se deberá permitir editar sus valores en el tiempo de 
un modo gráfico. Se deberá poder establecer una entrada como un reloj, activo bien por flanco de subida 
o de bajada. 
 
De un modo análogo, se deberá permitir indicar los valores que toma la salida en cada instante del 
tiempo, coincidiendo con los cambios en la señal de reloj, si la hubiera. 
 
 
Diseño y Desarrollo 
 
Al igual que en las interfaces anteriores, se comenzó el diseño esbozando un boceto de lo requerido. En 
la siguiente ilustración se muestra un esquema low-fi de la interfaz deseada: 
 
 
Para el desarrollo de la interfaz de definición de la lógica de activación de salidas mediante cronograma, 
se creó un formulario Windows Forms que permite seleccionar las distintas entradas de las que 
dependerán los valores de salida, y haciendo clic en la fila correspondiente permite permutar el valor en 
cada momento del tiempo entre activa/inactiva. 
 
 
Imagen 16: Esquema low-fi de la interfaz de definición de cronogramas 
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La interfaz permite establecer una o más de las entradas como entrada de reloj, siendo posible escoger 
el flanco de activación para la misma.  
 
En la siguiente imagen se puede ver una captura de una pantalla de definición de cronograma: 
 
 
Pruebas 
 
Para comprobar que el módulo de definición de la lógica de un pin en modo cronograma funciona 
correctamente, se han definido los siguientes casos de prueba: 
 
 
Nombre Prueba de edición de lógica en formato cronograma. 
Objetivo Comprobar que se muestra la pantalla de edición de la lógica en formato 
cronograma al seleccionarlo desde el menú correspondiente. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Entrar en la pantalla de edición de tabla de la 
verdad. 
Comprobar que efectivamente se muestra la 
pantalla. 
 
 
Imagen 17: Vista de una pantalla de definición de cronograma 
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Nombre Prueba de adición de entrada en el cronograma. 
Objetivo Comprobar que la adición de una entrada en el cronograma produce los 
efectos esperados. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Entrar en la pantalla de edición de tabla de la 
verdad. 
Comprobar que efectivamente se muestra la 
pantalla. 
3) Seleccionar una nueva entrada en el combo 
correspondiente. 
- Comprobar que se dibuja para la entrada recién 
seleccionada la línea de tiempo para su edición. 
- Comprobar que la entrada recién añadida deja de 
estar disponible para su adición. 
 
 
Nombre Prueba de eliminación de entrada en el cronograma. 
Objetivo Comprobar que la eliminación de una entrada en el cronograma produce los 
efectos esperados. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Entrar en la pantalla de edición de tabla de la 
verdad. 
Comprobar que efectivamente se muestra la 
pantalla. 
3) Eliminar una de las entradas de los combos de 
la izquierda. 
- Comprobar que se elimina la línea de tiempo para 
la entrada seleccionada. 
- Comprobar que la entrada seleccionada vuelve a 
estar disponible para su adición. 
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Nombre Prueba de modificación de los valores de salida. 
Objetivo Comprobar que se pueden editar los valores que toma la salida para las 
distintas combinaciones de las entradas en la definición de la lógica mediante 
cronograma. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Entrar en la pantalla de edición de tabla de la 
verdad. 
Comprobar que efectivamente se muestra la 
pantalla. 
3) Escoger distintos pines de entrada. Comprobar que se dibuja la línea de tiempo para 
cada entrada seleccionada. 
4) Modificar los valores que toma la salida. Comprobar que la línea de tiempo de la salida se 
puede modificar, alternando entre los estados de 
activa e inactiva en cada momento. 
 
 
Nombre Prueba de establecimiento de reloj. 
Objetivo Comprobar que se pueden establecer una o varias entradas como reloj, tanto 
activo por flanco de subida como activo por flanco de bajada. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Entrar en la pantalla de edición de tabla de la 
verdad. 
Comprobar que efectivamente se muestra la 
pantalla. 
3) Escoger distintos pines de entrada. Comprobar que se dibuja la línea de tiempo para 
cada entrada seleccionada. 
4) Seleccionar una de las entradas como entrada 
de reloj activo por flanco de subida. 
Comprobar que la línea de tiempo de la entrada se 
convierte al reloj deseado. 
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5) Seleccionar una de las entradas como entrada 
de reloj activo por flanco de bajada. 
Comprobar que la línea de tiempo de la entrada se 
convierte al reloj deseado. 
Nombre Prueba de edición de lógica en formato cronograma. 
Objetivo Comprobar que se muestra la pantalla de edición de la lógica en formato 
cronograma al seleccionarlo desde el menú correspondiente. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Entrar en la pantalla de edición de tabla de la 
verdad, seleccionar pines de entrada y modificar 
los valores correspondientes para la salida. 
Comprobar que efectivamente se muestra la 
pantalla y todo se edita correctamente. 
3) Salvar los cambios. Comprobar que el fichero generado recoge 
correctamente los cambios realizados y tiene la 
estructura esperada. 
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Planificación 
 
A continuación se muestra el diagrama de Gantt utilizado en la planificación del desarrollo del sub-
módulo de definición por cronograma: 
 
Imagen 18: Diagrama de Gantt de la planificación del sub-módulo de definición de cronograma 
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Almacenamiento de la lógica definida 
 
Cuando se edita la lógica de activación de las entradas, tanto si es mediante la interfaz de tabla de 
verdad como si se hace a través de la interfaz de cronograma, es necesario poder guardar esas reglas 
en el fichero del circuito integrado. 
 
 
Análisis y requisitos 
 
Para poder almacenar de un modo uniforme tanto la lógica de activación definida como una tabla de 
verdad como para el caso del cronograma, se ha decidido optar por enfocar el problema desde el punto 
de vista del circuito de prueba. En ambos casos, éste deberá realizar una secuencia de pasos. Cada 
uno de estos pasos correspondería, en una tabla de verdad, a uno de los estados de las entradas y 
comprobación de la salida; y en un cronograma, habría un paso por cada tick de reloj. 
 
 
Diseño y Desarrollo 
 
Para cumplir con los requisitos de guardado de la lógica definida se ha optado por añadir una nueva 
subestructura en el fichero XML del circuito, que definirá el estado a establecer y la comprobación a 
hacer en cada uno de los pasos.  
Los elementos que formarán parte de esta subestructura son: 
- activacion: este elemento contendrá toda la lógica de activación de todos los pines para los que se 
defina. 
- salida: este elemento contendrá la lógica de activación para un pin concreto. Será obligatorio que exista 
un atributo: 
- nombre: aquí se indicará el nombre del pin para el que se están definiendo las condiciones de 
activación. 
- clk: este elemento será el que contenga, para cada paso, los valores que se deberán establecer en las 
entradas y el valor esperado de la salida. Tendrá, como obligatorios, dos atributos: 
- seq: indicará el orden dentro de la secuencia de pasos en el que se debe ejecutar el caso 
actual. 
- val: indicará el valor que debe comprobarse que tenga la salida. Puede ser, únicamente, el 
valor true o el valor false. 
- entrada: este elemento tendrá información sobre el valor al que se debe establecer una entrada 
en el paso actual Será obligatorio que contenga un atributo: 
- nombre: indicará el nombre de la entrada a la que se está haciendo referencia. 
El texto que contendrá el elemento entrada solamente admite los valores true o false, que indicarán 
respectivamente que la entrada estará activa o inactiva. 
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Para validar esto, se utilizará el siguiente esquema XSD: 
 
<xs:simpleType name="valoresActivacion"> 
 <xs:restriction base="xs:string"> 
  <xs:enumeration value="true"/> 
  <xs:enumeration value="false"/> 
 </xs:restriction>              
</xs:simpleType>       
<xs:element name="activacion" maxOccurs="1" minOccurs="0"> 
 <xs:complexType> 
  <xs:sequence> 
   <xs:element name="pin" maxOccurs="unbounded" minOccurs="0"> 
    <xs:complexType> 
     <xs:sequence> 
      <xs:element name="clk" maxOccurs="unbounded" minOccurs="0"> 
       <xs:complexType> 
        <xs:sequence> 
         <xs:element name="entrada" maxOccurs="unbounded" minOccurs="0"> 
          <xs:complexType> 
           <xs:simpleContent> 
            <xs:extension base="valoresActivacion"> 
             <xs:attribute type="xs:string" name="patita" use="required"/> 
            </xs:extension> 
           </xs:simpleContent> 
          </xs:complexType> 
         </xs:element> 
        </xs:sequence> 
        <xs:attribute type="xs:integer" name="seq" use="required"/> 
        <xs:attribute name="val" use="required"> 
         <xs:simpleType> 
          <xs:restriction base="xs:string"> 
           <xs:enumeration value="true"/> 
           <xs:enumeration value="false"/> 
          </xs:restriction> 
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         </xs:simpleType> 
        </xs:attribute> 
       </xs:complexType> 
      </xs:element> 
     </xs:sequence> 
     <xs:attribute type="xs:string" name="nombre" use="required"/> 
    </xs:complexType> 
   </xs:element> 
  </xs:sequence> 
 </xs:complexType> 
</xs:element> 
 
 
Pruebas 
 
Para comprobar que el almacenamiento de las condiciones de activación se realiza correctamente, se 
ha diseñado una batería de pruebas que aspira a comprobar la mayor parte de las casuísticas. Aunque 
es imposible comprobar el total de las posibles condiciones para todos los circuitos, las pruebas han 
ido dirigidas a comprobar el funcionamiento de todas las secciones de software involucradas: 
 
Nombre Prueba de creación de estructura para la lógica al editar una tabla de verdad. 
Objetivo Comprobar que al guardar lógica de activación para un pin mediante tabla de 
verdad, se crea la estructura en el fichero XML del circuito. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Entrar en la pantalla de edición de tabla de la 
verdad. 
Comprobar que efectivamente se muestra la 
pantalla. 
3) Añadir un par de entradas, modificar valores de 
salida y guardar. 
Comprobar que se edita correctamente la tabla de 
verdad. 
4) Abrir el fichero del circuito. Comprobar que se crea la estructura esperada 
para el almacenamiento de la tabla de la verdad. 
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Nombre Prueba de creación de estructura para la lógica al editar un cronograma. 
Objetivo Comprobar que al guardar lógica de activación para un pin mediante 
cronograma, se crea la estructura en el fichero XML del circuito. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Entrar en la pantalla de edición de cronograma. Comprobar que efectivamente se muestra la 
pantalla. 
3) Añadir un par de entradas, modificar valores de 
salida y guardar. 
Comprobar que se edita correctamente el 
cronograma. 
4) Abrir el fichero del circuito. Comprobar que se crea la estructura esperada 
para el almacenamiento del cronograma. 
 
 
 
Nombre Prueba de carga de la lógica definida para tabla de verdad. 
Objetivo Comprobar que al cargar un circuito que tiene definida lógica para un pin de 
salida en formato tabla de verdad, esta se carga. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida, y lógica guardada para uno de ellos. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Entrar en la pantalla de edición de tabla de la 
verdad. 
Comprobar que efectivamente se muestra la 
pantalla y se carga con la lógica que había definida. 
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Nombre Prueba de carga de la lógica definida para cronograma. 
Objetivo Comprobar que al cargar un circuito que tiene definida lógica para un pin de 
salida en formato cronograma, esta se carga. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida, y lógica guardada para uno de ellos. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Entrar en la pantalla de edición de cronograma. Comprobar que efectivamente se muestra la 
pantalla y se carga con la lógica que había definida. 
 
 
Nombre Prueba de modificación de la lógica definida para tabla de verdad. 
Objetivo Comprobar que al cargar un circuito que tiene definida lógica para un pin de 
salida en formato tabla de verdad, es posible modificarla. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida, y lógica guardada para uno de ellos. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Entrar en la pantalla de edición de tabla de la 
verdad. 
Comprobar que efectivamente se muestra la 
pantalla y se carga con la lógica que había definida. 
3) Modificar la lógica definida, añadiendo o 
eliminando alguna entrada y algún valor de la 
salida. 
Comprobar que es posible realizar estas 
operaciones. 
4) Guardar los cambios realizados. Comprobar que el fichero del circuito contiene 
ahora la lógica modificada. 
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Nombre Prueba de modificación de la lógica definida para cronograma. 
Objetivo Comprobar que al cargar un circuito que tiene definida lógica para un pin de 
salida en formato cronograma, es posible modificarla. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida, y lógica guardada para uno de ellos. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Entrar en la pantalla de edición de cronograma. Comprobar que efectivamente se muestra la 
pantalla y se carga con la lógica que había definida. 
3) Modificar la lógica definida, añadiendo o 
eliminando alguna entrada y algún valor de la 
salida. 
Comprobar que es posible realizar estas 
operaciones. 
4) Guardar los cambios realizados. Comprobar que el fichero del circuito contiene 
ahora la lógica modificada. 
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Planificación 
 
La planificación de este sub-módulo se ha esquematizado en el siguiente diagrama de Gantt: 
 
Imagen 19: Diagrama de Gantt de planificación del sub-módulo de almacenamiento de la lógica
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Capítulo 7: Generación del programa de prueba 
 
Una vez definido el comportamiento esperado del circuito, es necesario poder comprobar que, 
efectivamente, éste se cumple. Para ello, hay que generar un programa que haga las comprobaciones. 
Éste programa contendrá las órdenes para que el hardware de comprobación sepa de qué manera 
probar el circuito integrado. 
 
 
Análisis y Requisitos 
 
Las órdenes necesarias para hacer todas las comprobaciones que se han definido en el proyecto son 
exclusivamente dos: la orden set, que establece un valor para un pin determinado, y la orden test, que 
comprueba que el pin indicado tenga el valor que se especifique. 
 
 
Diseño y desarrollo 
 
Formalmente, el lenguaje con el que se escribe el programa de pruebas consiste en la siguiente 
gramática, en notación de Backus-Naur [bak, www]: 
 
<programa> ::= <instrucciones> 
<instrucciones> ::= <instrucción> | <instrucción> <EOL> <instrucción> 
<instrucción> ::= [<espacios>] <orden> <espacios> <pin> <espacios> <valor>  <espacios> 
[<comentario>] | <comentario> 
<espacios> ::= “ “ [<espacios>] | “\t” [<espacios>] 
<orden> ::= “set” | “test” 
<pin> ::= <digit> | <digit> <pin> 
<valor> ::= “0” | “1” 
<comentario> ::= “//” <text> <EOL> 
<EOL> ::= “\n” | “\r\n” | “\r” 
<character> ::= <letter> | <digit> | <symbol> 
<letter> ::= "A" | "B" | "C" | "D" | "E" | "F" | "G" | "H" | "I" | "J" | "K" | "L" | 
"M" | "N" | “Ñ” | "O" | "P" | "Q" | "R" | "S" | "T" | "U" | "V" | "W" | "X" | "Y" | 
"Z" | "a" | "b" | "c" | "d" | "e" | "f" | "g" | "h" | "i" | "j" | "k" | "l" | "m" | 
"n" | “ñ” | "o" | "p" | "q" | "r" | "s" | "t" | "u" | "v" | "w" | "x" | "y" | "z" 
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<digit> ::= "0" | "1" | "2" | "3" | "4" | "5" | "6" | "7" | "8" | "9" 
<symbol> ::=  "|" | " " | "-" | "!" | "#" | "$" | "%" | "&" | "(" | ")" | "*" | "+" 
| "," | "-" | "." | "/" | ":" | ";" | "<" | "=" | ">" | "?" | "@" | "[" | "\" | "]" 
| "^" | "_" | "`" | "{" | "|" | "}" | "~" 
<text> ::= <character> | <character> <text> 
 
Lo primero que se debe hacer para comprobar cualquier circuito es suministrarle corriente eléctrica. El 
programa comienza indicando al hardware comprobador cuáles son los pines VCC/VDD y GND. A 
continuación, se establece secuencialmente el valor de todos los pines de entrada y se comprueba el 
valor del pin de salida para cada condición de activación definida. 
Para que el hardware de comprobación no necesite conocer el nombre de los distintos pines, estos se 
numerarán en secuencia, con la siguiente disposición: 
 
Imagen 20: Esquema de numeración de pines de circuito para programa de prueba 
 
Esta disposición no es la tradicional en el nombrado de circuitos integrados, pero se adapta mejor para 
la creación de hardware de comprobación, que tenga una limitación de pines comprobables, debido, por 
ejemplo, al tamaño del zócalo ZIF o al número de pines que pueda manejar el microcontrolador 
Para hacer una prueba con un caso sencillo, se ha optado por definir el circuito 7408, que corresponde 
a 4 puertas AND, y tiene el siguiente esquema: 
 
 
Imagen 21: Circuito integrado 7408 
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En un caso sencillo, como en el 7408, el programa resultante sería el siguiente: 
 
set 13 0 
set 0 1 
set 2 0 
set 4 0 
test 6 0 
set 2 0 
set 4 1 
test 6 0 
set 2 1 
set 4 0 
test 6 0 
set 2 1 
set 4 1 
test 6 1 
set 8 0 
set 10 0 
test 12 0 
set 8 0 
set 10 1 
test 12 0 
set 8 1 
set 10 0 
test 12 0 
set 8 1 
set 10 1 
test 12 1 
set 1 0 
set 3 0 
test 5 0 
set 1 0 
set 3 1 
test 5 0 
set 1 1 
set 3 0 
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test 5 0 
set 1 1 
set 3 1 
test 5 1 
set 7 0 
set 9 0 
test 11 0 
set 7 0 
set 9 1 
test 11 0 
set 7 1 
set 9 0 
test 11 0 
set 7 1 
set 9 1 
test 11 1 
 
 
Pruebas 
 
 
Nombre Prueba de generación de la lógica definida mediante tabla de verdad. 
Objetivo Comprobar que se genera correctamente la parte del programa que 
comprueba la lógica de activación definida mediante tabla de verdad. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida, y lógica guardada para uno de ellos en formato 
tabla de verdad. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Seleccionar la opción de menú para generar el 
circuito de prueba. 
Comprobar que se nos solicita el nombre del 
programa de salida y se genera el fichero. 
3) Abrir el fichero de salida y comprobar su 
contenido. 
Comprobar que existen comandos de activación y 
comprobación para los pines implicados. 
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Nombre Prueba de generación de la lógica definida mediante cronograma. 
Objetivo Comprobar que se genera correctamente la parte del programa que 
comprueba la lógica de activación definida mediante cronograma. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines de 
tipo salida o entrada/salida, y lógica guardada para uno de ellos en formato 
tabla de verdad. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Seleccionar la opción de menú para generar el 
circuito de prueba. 
Comprobar que se nos solicita el nombre del 
programa de salida y se genera el fichero. 
3) Abrir el fichero de salida y comprobar su 
contenido. 
Comprobar que existen comandos de activación y 
comprobación para los pines implicados. 
 
 
 
Nombre Prueba de generación de la alimentación del circuito. 
Objetivo Comprobar que se genera correctamente la parte del programa que alimenta 
eléctricamente al circuito a comprobar. 
Precondiciones - Que exista un fichero de definición de circuito que tenga definidos pines 
VCC y GND. 
Paso Resultado esperado 
1)  Cargar el fichero de definición de circuito que 
hay preparado. 
Comprobar que se muestra el circuito 
correctamente. 
2) Seleccionar la opción de menú para generar el 
circuito de prueba. 
Comprobar que se nos solicita el nombre del 
programa de salida y se genera el fichero. 
3) Abrir el fichero de salida y comprobar su 
contenido. 
Comprobar que existen comandos de activación y 
comprobación para los pines implicados, y que se 
encuentran en el principio del programa. 
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Planificación 
 
Como planificación de esta parte del proyecto, se ha utilizado el siguiente diagrama de Gantt: 
 
Imagen 22: Planificación del módulo de generación del programa de pruebas 
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Capítulo 8: Interfaz de creación de circuitos 
 
Crear los ficheros de los circuitos integrados manualmente a través de un editor de textos es posible, 
pero es propenso a errores. Pese a que los ficheros creados pueden ser validados contra el esquema 
XSD que los especifica, se ha optado por permitir su creación a través de una interfaz gráfica. 
 
 
Análisis y requisitos 
 
Para simplificar la creación del XML que define el circuito en el formato de los circuitos del proyecto, se 
requiere crear una interfaz que permita hacerlo de un modo visual. Para ello, se precisa poder introducir 
un número variable de pines en dos de los lados del circuito. Se necesita poder especificar el tipo del 
pin, así como su nombre. Además, se deberá poder eliminar pines que se hayan introducido 
incorrectamente. También se podrá especificar el nombre del circuito, y guardarlo en un fichero. 
 
 
Diseño y desarrollo 
 
Para permitir añadir pines a ambos lados del circuito integrado, se ha optado por una interfaz que 
represente, en la parte central, el circuito. En esta parte se permitirá especificar el nombre del mismo. A 
ambos lados, coincidiendo con la posición relativa de cada pin, se permitirá introducir los nombres y tipos 
de los distintos pines. El esquema low-fi de lo que se necesita queda del siguiente modo: 
 
Imagen 23: Esquema low-fi de la interfaz de creación de circuitos integrados 
 
Para implementar la interfaz requerida, se ha desarrollado un formulario Windows Forms que contiene 
controles para cada pin, además de un control para el nombre del circuito integrado y el botón de 
guardado. 
 
Cada pin se define mediante un par de controles: una caja de texto que permite introducir el nombre del 
pin, y desplegable que permite determinar su tipo. 
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Según se van introduciendo pines, siempre aparece un par más, en la parte inferior, para permitir 
introducir el siguiente. Esos últimos controles no representan un par de pines reales del circuito, y no se 
guardan sus datos en la exportación al fichero. 
 
El esquema hi-fi de lo requerido tendría, pues, la siguiente apariencia: 
 
 
Imagen 24: Pantalla de la interfaz de creación de nuevo circuito integrado 
 
 
Pruebas 
 
Para comprobar el correcto funcionamiento de la interfaz de creación de circuitos, se ha diseñado la 
siguiente batería de pruebas, que tiene por objetivo comprobar tanto el buen funcionamiento de la propia 
interfaz como del circuito generado a partir de ella. Como en otros casos, al ser imposible comprobar 
todos los circuitos integrados creables, se ha la batería de pruebas se ha diseñado teniendo en mente 
probar todas las secciones de software por donde puede pasar la ejecución al crear distintos tipos de 
circuitos y guardar en fichero sus características. 
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Nombre Prueba de adición de pin al circuito. 
Objetivo Comprobar que la adición de un pin en cualquiera de los lados del circuito 
tiene las consecuencias esperadas. 
Precondiciones Ninguna. 
Paso Resultado esperado 
1)  Abrir el programa y acceder a la pantalla de 
nuevo circuito integrado. 
Comprobar que se muestra la pantalla 
correctamente. 
2) Seleccionar un valor distinto de <ELIMINAR> de 
un combo en el lado izquierdo. 
Comprobar que inmediatamente aparece, en el 
lado izquierdo, un par de caja de texto y combo box 
para el siguiente pin. 
3) Seleccionar un valor distinto de <ELIMINAR> de 
un combo en el lado derecho. 
Comprobar que inmediatamente aparece, en el 
lado derecho, un par de caja de texto y combo box 
para el siguiente pin. 
 
 
Nombre Prueba de eliminación de pin al circuito. 
Objetivo Comprobar que la eliminación de un pin en cualquiera de los lados del circuito 
tiene las consecuencias esperadas. 
Precondiciones Ninguna. 
Paso Resultado esperado 
1)  Abrir el programa y acceder a la pantalla de 
nuevo circuito integrado. 
Comprobar que se muestra la pantalla 
correctamente. 
2) Rellenar varios pines en lado izquierdo del 
circuito. 
Comprobar que los pines son agregados 
correctamente. 
3) Seleccionar el valor <ELIMINAR> en uno de los 
pines. 
Comprobar que inmediatamente desaparece, del 
lado izquierdo del circuito, el pin eliminado. Los 
pines que se encontraran sobre él no deberán 
verse afectados. Los pines que estuvieran por 
debajo, ascenderán una posición. 
4) Rellenar varios pines en lado izquierdo del 
circuito. 
Comprobar que los pines son agregados 
correctamente. 
5) Seleccionar el valor <ELIMINAR> en uno de los 
pines. 
Comprobar que inmediatamente desaparece, del 
lado izquierdo del circuito, el pin eliminado, 
moviéndose los colindantes de modo acorde. 
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Nombre Prueba de edición de nombre de circuito. 
Objetivo Comprobar que se puede establecer correctamente el nombre del circuito 
integrado. 
Precondiciones Ninguna. 
Paso Resultado esperado 
1)  Abrir el programa y acceder a la pantalla de 
nuevo circuito integrado. 
Comprobar que se muestra la pantalla 
correctamente. 
2) Rellenar el nombre del circuito integrado. Comprobar que el nombre queda establecido 
correctamente. 
 
 
Nombre Prueba de guardado de circuito. 
Objetivo Comprobar que al guardar el circuito, se genera un fichero de circuito de 
proyecto válido. 
Precondiciones Ninguna. 
Paso Resultado esperado 
1)  Abrir el programa y acceder a la pantalla de 
nuevo circuito integrado. 
Comprobar que se muestra la pantalla 
correctamente. 
2) Rellenar varios pines en lado izquierdo del 
circuito. 
Comprobar que los pines son agregados 
correctamente. 
3) Rellenar varios pines en lado izquierdo del 
circuito. 
Comprobar que los pines son agregados 
correctamente. 
4) Rellenar el nombre del circuito. Comprobar que el nombre del circuito queda 
establecido correctamente. 
5) Pulsar el botón de guardar y seleccionar un 
nombre para el fichero del circuito. 
Comprobar que se despliega correctamente la 
pantalla de guardado de fichero. 
6) Abrir con un editor de texto el circuito generado. Comprobar que tiene aspecto correcto, con los 
elementos introducidos en la pantalla. 
7) Volver a la pantalla principal del proyecto y abrir 
el fichero generado. 
Comprobar que el fichero es cargado 
correctamente en el sistema, y se pueden editar los 
valores de activación para los pines de salida. 
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Planificación 
 
La planificación de este módulo ha seguido el siguiente diagrama de Gantt: 
 
Imagen 25: Planificación del módulo de interfaz de creación de circuitos integrados 
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Capítulo 9: Manual de usuario 
 
En este manual se explica el funcionamiento y las particularidades de utilización de la solución software 
desarrollada para definir pruebas para circuitos integrados. Se explica cómo generar los ficheros de los 
circuitos integrados, cómo definir la lógica de activación de los diferentes pines y cómo generar el 
programa de prueba. 
 
 
Visión general 
 
El programa del proyecto es capaz de cargar ficheros que contienen la representación gráfica de un 
circuito, presentarlo y permitir la edición de las condiciones de activación de cada pin que tenga 
capacidades de salida. A partir de esos datos, genera un programa de prueba del circuito, mediante el 
que se verifica que cumple los criterios especificados. 
 
La lógica de activación puede especificarse mediante una tabla de verdad, lo que resulta conveniente 
para circuitos que no tienen una dependencia de un estado anterior, o mediante cronograma, que se 
adapta mejor precisamente a esos casos; es particularmente útil si el circuito recibe una señal de reloj. 
 
El programa guarda independientemente cada circuito en ficheros simples en formato XML, lo que hace 
fácil su edición en editores de texto y su lectura tanto por humanos como por programas externos. La 
lógica de activación de los distintos pines se puede editar mediante la interfaz gráfica. 
 
 
Carga de ficheros 
 
Al arrancar el programa, ningún circuito integrado ha sido seleccionado para trabajar con él. La vista 
principal muestra un esbozo de un circuito vacío (básicamente, un rectángulo) que no tiene pines, ni 
nombre. Es, por tanto, frecuente, que cargar un fichero de circuito sea de las primeras tareas que 
llevemos a cabo. 
El programa almacena la definición de los distintos circuitos en ficheros independientes. En su versión 
actual, el programa no contiene una interfaz gráfica que permita la edición de las características del 
circuito, así que los ficheros que definen la geometría del mismo deben generarse manualmente. 
A continuación se muestra en detalle cómo construir, editando el XML del circuito mediante un editor de 
texto, el fichero del circuito 7408, que contiene 4 puertas AND de 2 entradas. Este ejercicio sirve para 
comprender la estructura interna de cualquier fichero de circuito integrado, lo que posibilita reconstruirlo 
en caso de corrupción o generarlo más fácilmente cuando hay bloques repetidos de salidas que depende 
de las entradas del mismo modo. El esquema gráfico del 7408 es el que se muestra a continuación: 
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Imagen 26: Disposición de las puertas lógicas en el circuito integrado 7408 
 
 
Para comenzar, lo ideal es preparar la estructura común de fichero a todos los circuitos. El aspecto sería 
este: 
 
<circuito nombre=”7408”> 
<!-- Aquí insertaremos las definiciones de los grupos de pines --> 
</circuito> 
 
Teniendo esto, podemos proceder a definir los grupos de pines. En este caso, solamente hay pines en 
los lados superior e inferior. Aunque el programa soporta definir pines en los 4 lados, los circuitos que 
se podrán probar fácilmente son aquellos que únicamente tienen pines en dos lados opuestos, ya que 
son fácilmente insertables en un zócalo ZIF, y el hardware comprobador valdría para comprobar múltiples 
circuitos. 
 
<circuito nombre=”7408”> 
<pines lado=”arriba”> 
<!-- Aquí insertaremos las definiciones de los pines superiores-→ 
</pines> 
<pines lado=”abajo”> 
<!-- Aquí insertaremos las definiciones de los pines superiores-→ 
</pines> 
</circuito> 
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Los pines superiores, del 14 al 8 según la imagen, incluyen al pin Vcc y dos puertas AND. Son 7 en total, 
y su definición sería la siguiente: 
<pines lado=”arriba”> 
 <pin nombre=”Vcc” tipo=”other” logica=”directa” /> 
 <pin nombre=”a3” tipo=”input” logica=”directa” /> 
 <pin nombre=”b3” tipo=”input” logica=”directa” /> 
 <pin nombre=”c3” tipo=”output” logica=”directa” /> 
 <pin nombre=”a4” tipo=”input” logica=”directa” /> 
 <pin nombre=”b4” tipo=”input” logica=”directa” /> 
 <pin nombre=”c4” tipo=”output” logica=”directa” /> 
</pines> 
 
De modo análogo, los pines del lado inferior, del 0 al 7 según la imagen, que incluyen al pin GND y otras 
dos puertas AND, quedarían definidos de la siguiente manera: 
 
<pines lado=”abajo”> 
 <pin nombre=”a1” tipo=”input” logica=”directa” /> 
 <pin nombre=”b1” tipo=”input” logica=”directa” /> 
 <pin nombre=”c1” tipo=”output” logica=”directa” /> 
 <pin nombre=”a2” tipo=”input” logica=”directa” /> 
 <pin nombre=”b2” tipo=”input” logica=”directa” /> 
 <pin nombre=”c2” tipo=”output” logica=”directa” /> 
 <pin nombre=”GND” tipo=”other” logica=”directa” /> 
</pines> 
 
Por último, faltaría añadir la sección de marquitas para poder identificar más fácilmente la orientación en 
la que está el circuito integrado. En este caso, la marquita es una muesca en forma de U que se 
encuentra en el centro del lado izquierdo. Por lo tanto, la sección quedaría así: 
<marquitas> 
 <marquita tipo=”MuescaEnU” posicion=”IzquierdaCentro” /> 
</marquitas> 
 
Tras haber añadido todas las partes de la definición, el fichero del circuito queda de este modo: 
 
<?xml version="1.0"?> 
<circuito nombre="7408" xmlns="http://www.w3.org/2001/Circuito" 
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          xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
          xsi:schemaLocation="http://www.w3.org/2001/Circuito" circuito.xsd"> 
<pines lado="arriba"> 
 <pin nombre="Vcc" tipo="other" logica="directa" /> 
 <pin nombre="a3" tipo="input" logica="directa" /> 
 <pin nombre="b3" tipo="input" logica="directa" /> 
 <pin nombre="c3" tipo="output" logica="directa" /> 
 <pin nombre="a4" tipo="input" logica="directa" /> 
 <pin nombre="b4" tipo="input" logica="directa" /> 
 <pin nombre="c4" tipo="output" logica="directa" /> 
</pines> 
<pines lado="abajo"> 
 <pin nombre="a1" tipo="input" logica="directa" /> 
 <pin nombre="b1" tipo="input" logica="directa" /> 
 <pin nombre="c1" tipo="output" logica="directa" /> 
 <pin nombre="a2" tipo="input" logica="directa" /> 
 <pin nombre="b2" tipo="input" logica="directa" /> 
 <pin nombre="c2" tipo="output" logica="directa" /> 
 <pin nombre="GND" tipo="other" logica="directa" /> 
</pines> 
<marquitas> 
 <marquita tipo="MuescaEnU" posicion="centroizquierda" /> 
</marquitas> 
</circuito> 
 
Al guardarlo y como un fichero .int y cargarlo con en el programa, se muestra del modo esperado: 
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Imagen 27: Vista del circuito 7408 cargado en la aplicación del proyecto 
 
 
Edición de lógica en formato tabla de verdad 
 
Para definir la lógica de activación de un pin en modo tabla de verdad, hay que acceder a la pantalla de 
edición de la misma. Esto se consigue haciendo clic derecho sobre un pin de salida, cuyas condiciones 
de activación se desean editar. 
 
Imagen 28: Vista de la pantalla de edición de la lógica en formato tabla de verdad 
 
Una vez en la pantalla de edición, hay que seleccionar las entradas de las que depende la salida. Por 
ejemplo, en el circuito 7408 creado en la sección anterior, para definir la lógica de cada pin de salida 
habrá que seleccionar los dos pines de entrada de los que depende. Con esto, la tabla de posibles 
combinaciones de entrada se rellena automáticamente. 
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Imagen 29: Vista de la pantalla de tabla de verdad tras seleccionar varias entradas 
 
Únicamente será necesario indicar los valores que toma la salida, que correspondiendo a una puerta 
AND, serán 0 en todos los casos salvo aquel en el que los dos pines de entrada valgan 1: 
 
Imagen 30: Pantalla de edición de tabla de verdad al introducir valores para la salida 
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Por último, hay que guardar los cambios realizados. Para ello, hay que pulsar el botón Guardar de la 
pantalla de edición de la tabla de verdad y cerrarla. A continuación, habrá que salvar el circuito completo 
en la pantalla principal del programa. Tras introducir para todas las salidas sus combinaciones de entrada, 
el fichero quedará modificado, apareciendo una sección con las condiciones de activación introducidas: 
 
  <activacion> 
    <pin nombre="c3"> 
      <clk seq="0" val="false"> 
        <entrada patita="a3">false</entrada> 
        <entrada patita="b3">false</entrada> 
      </clk> 
      <clk seq="1" val="false"> 
        <entrada patita="a3">false</entrada> 
        <entrada patita="b3">true</entrada> 
      </clk> 
      <clk seq="2" val="false"> 
        <entrada patita="a3">true</entrada> 
        <entrada patita="b3">false</entrada> 
      </clk> 
      <clk seq="3" val="true"> 
        <entrada patita="a3">true</entrada> 
        <entrada patita="b3">true</entrada> 
      </clk> 
    </pin> 
    <pin nombre="c4"> 
      <clk seq="0" val="false"> 
        <entrada patita="a4">false</entrada> 
        <entrada patita="b4">false</entrada> 
      </clk> 
      <clk seq="1" val="false"> 
        <entrada patita="a4">false</entrada> 
        <entrada patita="b4">true</entrada> 
      </clk> 
      <clk seq="2" val="false"> 
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        <entrada patita="a4">true</entrada> 
        <entrada patita="b4">false</entrada> 
      </clk> 
      <clk seq="3" val="true"> 
        <entrada patita="a4">true</entrada> 
        <entrada patita="b4">true</entrada> 
      </clk> 
    </pin> 
    <pin nombre="c1"> 
      <clk seq="0" val="false"> 
        <entrada patita="a1">false</entrada> 
        <entrada patita="b1">false</entrada> 
      </clk> 
      <clk seq="1" val="false"> 
        <entrada patita="a1">false</entrada> 
        <entrada patita="b1">true</entrada> 
      </clk> 
      <clk seq="2" val="false"> 
        <entrada patita="a1">true</entrada> 
        <entrada patita="b1">false</entrada> 
      </clk> 
      <clk seq="3" val="true"> 
        <entrada patita="a1">true</entrada> 
        <entrada patita="b1">true</entrada> 
      </clk> 
    </pin> 
    <pin nombre="c2"> 
      <clk seq="0" val="false"> 
        <entrada patita="a2">false</entrada> 
        <entrada patita="b2">false</entrada> 
      </clk> 
      <clk seq="1" val="false"> 
        <entrada patita="a2">false</entrada> 
        <entrada patita="b2">true</entrada> 
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      </clk> 
      <clk seq="2" val="false"> 
        <entrada patita="a2">true</entrada> 
        <entrada patita="b2">false</entrada> 
      </clk> 
      <clk seq="3" val="true"> 
        <entrada patita="a2">true</entrada> 
        <entrada patita="b2">true</entrada> 
      </clk> 
    </pin> 
  </activacion> 
 
 
Edición de lógica en formato cronograma 
 
Definir la lógica de activación de un pin mediante un cronograma es el método más simple y visual de 
generar las instrucciones para la comprobación del funcionamiento de integrados en los que la salida 
del pin depende del estado del circuito. Esto ocurre en circuitos como biestables, contadores, sumadores, 
etc. 
 
Para mostrar la definición de la lógica de activación de un cronograma, se presenta el circuito contador 
binario 74191. 
 
 
Imagen 31: Esquema del circuito 74191 
 
El fichero de representación del circuito es el siguiente: 
 
<circuito nombre="74191"> 
<pines lado="izquierda"> 
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 <pin nombre="B" tipo="input" logica="directa" /> 
 <pin nombre="QB" tipo="output" logica="directa" /> 
 <pin nombre="QA" tipo="output" logica="directa" /> 
 <pin nombre="CTEN" tipo="input" logica="directa" /> 
 <pin nombre="U/D" tipo="input" logica="directa" /> 
 <pin nombre="QC" tipo="output" logica="directa" /> 
 <pin nombre="QD" tipo="output" logica="directa" /> 
 <pin nombre="GND" tipo="other" logica="directa" /> 
</pines> 
<pines lado="derecha"> 
 <pin nombre="VCC" tipo="other" logica="directa" /> 
 <pin nombre="A" tipo="input" logica="directa" /> 
 <pin nombre="CLK" tipo="input" logica="directa" /> 
 <pin nombre="RCO" tipo="output" logica="directa" /> 
 <pin nombre="MAX/MIN" tipo="output" logica="directa" /> 
 <pin nombre="LOAD" tipo="input" logica="directa" /> 
 <pin nombre="C" tipo="input" logica="directa" /> 
 <pin nombre="D" tipo="input" logica="directa" /> 
</pines> 
<marquitas> 
 <marquita tipo="MuescaEnU" posicion="ArribaCentro" /> 
</marquitas> 
</circuito> 
 
Esto genera el circuito que se ve en la imagen a continuación: 
 
Imagen 32: Vista del circuito 74191 creado en el sistema 
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Las condiciones de activación deben especificarse individualmente para cada pin de salida. Por ello, 
puede resultar más conveniente especificar únicamente una entrada en función de todas las salidas, y 
a continuación, replicar, en el fichero del circuito, la misma estructura para el resto de salidas, con lo que 
únicamente se deberá reemplazar el nombre del pin de salida en cada sección. Después, una vez 
guardado el fichero, se podrá editar mediante la interfaz el valor que toma cada salida en cada caso. 
En el datasheet del circuito viene una prueba típica de funcionamiento, que se presenta a continuación: 
 
 
Imagen 33: Cronograma de comprobación del circuito 74191 
 
 
Para registrar la lógica de activación para el pin QA, se debe acceder a la pantalla de edición de lógica 
de activación en formato cronograma para ese pin, e introducir los momentos de activación de los demás 
pines, como puede verse en la imagen siguiente. 
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Imagen 34: Vista de la pantalla de edición de cronograma para la puerta QA 
De modo análogo se hará para todas las demás salidas del circuito. Así, por ejemplo, las condiciones de 
activación del pin MAX/MIN quedarían como puede verse en la imagen siguiente: 
 
 
Imagen 32: Vista de la pantalla de edición de cronograma para la puerta MAX/MIN 
 
Al guardar el circuito, se genera la sección de activación, que en esta ocasión resulta demasiado extensa. 
Se muestra a continuación únicamente las condiciones generadas para el pin QA: 
 
  <activacion> 
    <pin nombre="QA"> 
      <clk seq="0" val="false"> 
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        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">true</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">true</entrada> 
        <entrada patita="D">true</entrada> 
        <entrada patita="CLK">true</entrada> 
        <entrada patita="U/D">false</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="1" val="false"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">true</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">true</entrada> 
        <entrada patita="D">true</entrada> 
        <entrada patita="CLK">true</entrada> 
        <entrada patita="U/D">false</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="2" val="true"> 
        <entrada patita="LOAD">false</entrada> 
        <entrada patita="A">true</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">true</entrada> 
        <entrada patita="D">true</entrada> 
        <entrada patita="CLK">true</entrada> 
        <entrada patita="U/D">false</entrada> 
        <entrada patita="CTEN">false</entrada> 
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      </clk> 
      <clk seq="3" val="true"> 
        <entrada patita="LOAD">false</entrada> 
        <entrada patita="A">true</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">true</entrada> 
        <entrada patita="D">true</entrada> 
        <entrada patita="CLK">true</entrada> 
        <entrada patita="U/D">false</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="4" val="true"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">true</entrada> 
        <entrada patita="U/D">false</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="5" val="true"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">false</entrada> 
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        <entrada patita="U/D">false</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="6" val="false"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">true</entrada> 
        <entrada patita="U/D">false</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="7" val="false"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">false</entrada> 
        <entrada patita="U/D">false</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="8" val="true"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
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        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">true</entrada> 
        <entrada patita="U/D">false</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="9" val="true"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">false</entrada> 
        <entrada patita="U/D">false</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="10" val="false"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">true</entrada> 
        <entrada patita="U/D">false</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="11" val="false"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
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        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">false</entrada> 
        <entrada patita="U/D">false</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="12" val="true"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">true</entrada> 
        <entrada patita="U/D">false</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="13" val="true"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">false</entrada> 
        <entrada patita="U/D">false</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="14" val="false"> 
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        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">true</entrada> 
        <entrada patita="U/D">false</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="15" val="false"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">false</entrada> 
        <entrada patita="U/D">false</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="16" val="false"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">false</entrada> 
        <entrada patita="U/D">false</entrada> 
        <entrada patita="CTEN">true</entrada> 
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      </clk> 
      <clk seq="17" val="false"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">false</entrada> 
        <entrada patita="U/D">false</entrada> 
        <entrada patita="CTEN">true</entrada> 
      </clk> 
      <clk seq="18" val="false"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">true</entrada> 
        <entrada patita="U/D">true</entrada> 
        <entrada patita="CTEN">true</entrada> 
      </clk> 
      <clk seq="19" val="false"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">false</entrada> 
Capítulo 9: Manual de usuario 
82 
 
        <entrada patita="U/D">true</entrada> 
        <entrada patita="CTEN">true</entrada> 
      </clk> 
      <clk seq="20" val="false"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">false</entrada> 
        <entrada patita="U/D">true</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="21" val="false"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">false</entrada> 
        <entrada patita="U/D">true</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="22" val="true"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
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        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">true</entrada> 
        <entrada patita="U/D">true</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="23" val="true"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">false</entrada> 
        <entrada patita="U/D">true</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="24" val="false"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">true</entrada> 
        <entrada patita="U/D">true</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="25" val="false"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
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        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">false</entrada> 
        <entrada patita="U/D">true</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="26" val="true"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">true</entrada> 
        <entrada patita="U/D">true</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="27" val="true"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">false</entrada> 
        <entrada patita="U/D">true</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="28" val="false"> 
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        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">true</entrada> 
        <entrada patita="U/D">true</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="29" val="false"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">false</entrada> 
        <entrada patita="U/D">true</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
      <clk seq="30" val="true"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">true</entrada> 
        <entrada patita="U/D">true</entrada> 
        <entrada patita="CTEN">false</entrada> 
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      </clk> 
      <clk seq="31" val="true"> 
        <entrada patita="LOAD">true</entrada> 
        <entrada patita="A">false</entrada> 
        <entrada patita="B">false</entrada> 
        <entrada patita="C">false</entrada> 
        <entrada patita="D">false</entrada> 
        <entrada patita="CLK">false</entrada> 
        <entrada patita="U/D">true</entrada> 
        <entrada patita="CTEN">false</entrada> 
      </clk> 
    </pin> 
</activacion> 
 
 
Creación de nuevo circuito mediante interfaz 
 
Para permitir la creación de manera visual de un circuito integrado, se ha desarrollado una interfaz de 
ayuda que evita tener que escribir el XML de manera manual. La interfaz solamente permite la creación 
de ficheros nuevos, no pudiéndose editar los ficheros ya creados. Tampoco es capaz de introducir las 
marquitas que ayudan a distinguir la orientación del circuito integrado, que deben ser añadidas al fichero 
posteriormente, en caso de ser necesarias. 
 
Para acceder a la pantalla de creación de un nuevo circuito integrado, se debe ir al menú Archivo -> 
Nuevo en la pantalla principal del programa del proyecto. Con ello, deberá abrirse la ventana de edición 
de nuevo circuito integrado. En ella se permite establecer el nombre para el circuito, así como los 
distintos pines de los que dispondrá, ubicados en dos de los lados. La interfaz no permite editar circuitos 
integrados con pines en más de dos lados. 
 
La ventana que se desplegará será la siguiente: 
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Imagen 33: Vista de la interfaz de creación de nuevo circuito integrado 
El rectángulo ubicado en la posición central representa al circuito integrado, con los distintos pines 
situados a ambos lados. Sobre el centro del circuito integrado se encuentra un cuadro de texto donde 
se permite introducir su nombre. Es obligatorio rellenar un nombre para el circuito integrado. 
Para introducir los pines de ambos laterales, se usarán los desplegables con el tipo de pin. Por ejemplo, 
para la creación del integrado 74191, habrá que introducir los siguientes pines: 
 
Imagen 34: Vista de la interfaz de creación de circuito integrado para el 74191 
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Al pulsar sobre el botón de Guardar, aparecerá el cuadro de diálogo para guardado de fichero. Bastará 
con seleccionar el nombre del fichero donde se desee guardar el circuito. En este caso, el XML generado 
que contiene la definición del circuito integrado será el siguiente: 
 
<?xml version="1.0"?> 
<circuito xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
xsi:noNamespaceSchemaLocation="circuito.xsd" nombre="74191"> 
 <pines lado="izquierda"> 
  <pin nombre="B" tipo="input" logica="directa" /> 
  <pin nombre="QB" tipo="output" logica="directa" /> 
  <pin nombre="QA" tipo="output" logica="directa" /> 
  <pin nombre="CTEN" tipo="input" logica="directa" /> 
  <pin nombre="U/D" tipo="input" logica="directa" /> 
  <pin nombre="QC" tipo="output" logica="directa" /> 
  <pin nombre="QD" tipo="output" logica="directa" /> 
  <pin nombre="GND" tipo="other" logica="directa" /> 
 </pines> 
 <pines lado="derecha"> 
  <pin nombre="VCC" tipo="other" logica="directa" /> 
  <pin nombre="A" tipo="input" logica="directa" /> 
  <pin nombre="CLK" tipo="input" logica="directa" /> 
  <pin nombre="RCO" tipo="output" logica="directa" /> 
  <pin nombre="MAX/MIN" tipo="output" logica="directa" /> 
  <pin nombre="LOAD" tipo="input" logica="directa" /> 
  <pin nombre="C" tipo="input" logica="directa" /> 
  <pin nombre="D" tipo="input" logica="directa" /> 
 </pines> 
</circuito> 
 
Para comprobar que el fichero generado se muestra correctamente en el programa del proyecto, se 
puede acceder al menú Archivo -> Abrir, y seleccionar el archivo recién generado mediante la interfaz 
e creación de nuevo circuito. En este caso, la presentación que se verá mostrará el circuito recién 
creado: 
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:  
Imagen 35:  Vista del circuito 74191 recién creado mediante la interfaz 
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Capítulo 10: Estimación de costes 
 
Los costes de desarrollo del proyecto son los derivados de las herramientas necesarias para su 
desarrollo y de la mano de obra. En el caso de las primeras, estas consisten en un ordenador y el 
software de desarrollo necesario. 
 
Para estimar el coste del hardware necesario, se han comparado precios de venta de varios proveedores 
similares. El precio de las licencias de software es el publicado por los respectivos fabricantes. 
 
Para la estimación de los costes de la mano de obra, se ha utilizado como referencia la tabla salarial 
publicada en el BOCM del 2 de enero de 2016 [boc, www]. 
 
 
Concepto Proveedor Coste(€) Cantidad Total(€) 
Ordenador para 
desarrollo de 
software. PC 
clónico con mínimo 
4 GB RAM, monitor, 
teclado y ratón 
Cualquier 
proveedor 
400 1 400 
Salario Analista 
Informático media 
jornada, 2 meses.  
BOCM 2016 
 
 1851,44 1 1851,44 
Salario 
Programador 
Informático media 
jornada, 4 meses. 
BOCM 2016 
 3338,50 1 3338,50 
TOTAL    5589,94 
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Conclusiones 
 
Tras todo el desarrollo, se llega a la conclusión de que el objetivo principal del proyecto se ha 
cumplido. Se ha desarrollado un software que permite definir las características físicas y el 
comportamiento de distintos circuitos integrados. 
Para este primer objetivo, se ha comprobado que la elección de Visual Studio y la .NET Framework ha 
sido particularmente acertada, pues ambas tecnologías han facilitado enormemente la construcción del 
software. Gracias a las capacidades de creación de controles del usuario de Visual Studio, la 
representación del circuito integrado ha resultado relativamente sencilla de implementar. Por su lado, 
la .NET Framework ha proporcionado las funcionalidades de creación y manipulación del formato XML. 
Se permite definir las condiciones de activación de cada pin de salida en función de uno o varios pines 
de entrada mediante tabla de verdad, ofreciendo al usuario ya rellena toda la posible combinatoria. 
Esta característica es especialmente adecuada para la comprobación de circuitos integrados 
combinacionales. 
Del mismo modo, se permite introducir los momentos de activación de los pines de salida mediante un 
cronograma, donde se especifica el valor que toman distintos pines de entrada en el tiempo, y la salida 
que eso provoca en función del estado en el que se encuentre el circuito. Esta forma de definir la 
activación del pin se adapta mejor para la comprobación de circuitos secuenciales. 
A partir de las definiciones de activación anteriores, tanto si éstas han sido introducidas mediante tabla 
de verdad o mediante cronograma, el software es capaz de generar un programa de prueba simple para 
que cualquier hardware que se desarrollase para tal efecto fuera capaz de comprobar si un circuito 
integrado concreto se comporta del modo esperado, o presenta alguna disfunción. 
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Líneas futuras 
 
 
Este proyecto se podría ampliar con la mejora de funcionalidades actuales, o mediante la extensión con 
funcionalidades nuevas. Los principales puntos a desarrollar serían: 
 
 Creación de un hardware que pudiera obedecer las acciones indicadas en los programas de 
pruebas. Para ello, tal hardware debería ser capaz de establecer, simultáneamente, el valor de 
varios pines de entrada del circuito a comprobar, y leer el valor del pin de salida. Para su 
funcionamiento, sería necesario desarrollar, igualmente, un software capaz enviar las órdenes 
del programa al hardware y comprobar que la respuesta se ajusta a lo esperado, según lo 
indicado en el programa de pruebas. 
 Mejora de la interfaz de definición de las condiciones de activación. Se podría permitir rotar el 
circuito, definir las reglas de activación para múltiples salidas a la vez o crear grupos de entradas 
y salidas, lo que sería útil para circuitos que tengan varias partes iguales, como el 7408. En la 
pantalla de edición de cronograma, se podría mejorar el pintado para que los flancos de subida 
y bajada del reloj no coincidieran con los momentos de cambio de valor de las entradas, para no 
llevar a equivocación sobre si los valores a considerar son los anteriores o los posteriores a la 
oscilación. 
 Se podría mejorar la interfaz de creación de nuevos circuitos, convirtiéndola en realidad en una 
interfaz de edición, que permitiera cargar circuitos existentes para su modificación. Se podrían 
añadir capacidades para reordenar pines, tanto en un mismo lado del circuito como 
intercambiarlos de lado. De igual modo, sería conveniente permitir definir las distintas marquitas 
a través de esta misma interfaz. 
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Apéndice 1. Tutorial de XML 
 
 
Qué es XML? 
 
XML (eXtensible Markup Language, Lenguaje Extensible de Marcas) es un lenguaje de marcas para 
organizar la información en archivos de texto. 
 
Un fichero XML es, por tanto, un fichero de texto, que contiene información estructurada de tal modo que 
cumple el estándar XML. 
 
XML también puede verse como un meta-lenguaje para definir lenguajes específicos de marcas, porque 
solamente especifica las reglas estructurales de marcas, no especificadas, que se usan para organizar 
información. Es sencillo extender XML para definir un lenguaje de marcas específico que restrinja el 
conjunto de etiquetas y la estructura entre ellas. Ejemplos de lenguajes de marcas basados en XML son 
SVG, 3DML y HTMML. Los ficheros .INT del proyecto son, de hecho, un caso de adaptación de XML a 
un lenguaje específico de definición de circuitos integrados. 
 
El fichero más simple de XML tiene el siguiente aspecto: 
 
<?xml version=”1.0”?> 
<p>Hola mundo</p> 
 
 
Principales características de XML 
 
Lo que define principalmente a XML es: 
 
 Los ficheros XML son ficheros de texto, que pueden ser manejados con cualquier editor de texto 
 XML es muy simple, puesto que tiene menos de 10 reglas sintácticas 
 XML es extensible, porque solo especifica las reglas estructurales de las etiquetas. No especifica 
nada sobre las propias etiquetas. 
 
Debido a estas características, XML ofrece ciertas ventajas: 
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 XML ofrece una sintaxis básica que sirve para compartir información entre diferentes tipos de 
ordenadores o dispositivos electrónicos, diferentes aplicaciones y diferentes organizaciones. Los 
datos de XML se almacenan en texto plano. Esta forma independiente de software y hardware 
de almacenar la información posibilita que sistemas incompatibles compartan información sin 
tener que pasarla a través de varias capas de conversores. También lo hace más fácil de llevar 
a nuevos sistemas operativos, nuevas aplicaciones o navegadores, sin perder datos. 
 Con XML, los datos se encuentran disponibles para diversas máquinas destino (Ordenadores 
portátiles, lectores de voz, lectores de noticias, etc) y lo hace más disponible para gente con 
discapacidad visual o de otro tipo. 
 XML proporciona un canal de comunicación entre distintas aplicaciones, incluso aplicaciones en 
sistemas totalmente diferentes. Siempre que una aplicación pueda compartir datos (a través de 
HTTP, intercambio de archivos u otro mecanismo) y tenga un procesador de XML, podrá 
compartir información estructurada que será fácilmente procesada. Las bases de datos pueden 
intercambiar tablas, las aplicaciones de negocio pueden intercambiar información sobre 
contratos y operaciones, y los sistemas documentales pueden compartir información. 
 Soporta UNICODE, permitiendo transferir información escrita en casi cualquier lenguaje humano. 
 Puede representar estructuras de datos comunes en el mundo de la informática, como son tuplas 
de campos, listas y árboles. 
 Es un formato autodocumentado que describe el nombre y la estructura de los campos además 
del valor de los mismos. 
 La sintaxis estricta hace que los algoritmos de procesamiento necesario sean extremadamente 
sencillos. 
 El marcaje de contenido de XML mejora la buscabilidad, facilitando a los agentes y motores de 
búsqueda a categorizar los datos en lugar de obligarles a un procesamiento costoso de 
búsquedas en todo el texto. 
 XML es ampliamente utilizado como formato de almacenamiento y procesado de documentos, 
tanto online como offline. 
 Se basa en estándares internacionales. 
 Puede ser actualizado incrementalmente. 
 Permite esquemas de validación tales como XSD y Schematron, que facilita la construcción de 
software de validación como pruebas unitarias, tests de aceptación y especificación contractual. 
 La estructura jerárquica se adapta a la mayoría (aunque no a todos) los tipos de documentos. 
 La compatibilidad hacia adelante y hacia atrás es relativamente fácil de mantener a pesar de 
cambios en el DTD o en el esquema. 
 
 
Tipos de información en los ficheros XML 
 
En los ficheros XML hay 6 posibles tipos de información: 
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1. Instrucciones de procesamiento. Se utilizan para suministrarle instrucciones a las aplicaciones que 
procesan el fichero. Las instrucciones de procesamiento tienen la siguiente sintaxis: 
 
<?objetivo instruccion?> 
 
donde “objetivo” es el nombre de un grupo de aplicaciones objetivo destinadas a utilizar esta instrucción, 
e “instruccion” es la propia instrucción que se quiere pasar a esas aplicaciones. 
 
2. Comentarios. Se utilizan para incluir comentarios en el XML, que serán ignorados por las aplicaciones 
que procesen el fichero. Se escriben con la siguiente sintaxis: 
 
<!-- comentario --> 
 
donde “comentario” es el texto del comentario. 
 
3. Elementos XML. Se utilizan para presentar una unidad de información, con un nombre, un cuerpo 
opcional, y atributos opcionales. Los elementos se escriben con la siguiente sintaxis: 
 
<elemento/> 
<elemento atributos> 
<elemento>contenido</elemento> 
<elemento atributos>contenido</elemento> 
 
donde “elemento” es el nombre del elemento, “contenido” es el texto, o texto mezclado con elementos 
XML, y “atributos” es un par o lista de pares de nombre-valor, escritos con la siguiente sintaxis: 
 
nombre=”valor” 
nombre_1=”valor 1” nombre_2=”valor 2” … nombre_n=”valor n” 
 
4. Texto mixto. Una cadena de texto, o texto mezclado con elementos XML: 
 
Texto que solamente contiene caracteres 
Texto que contiene caracteres y <b s=”1”>elementos</b> 
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5. Entidades XML. Una secuencia especial de escape para representar caracteres reservados de XML. 
Las entidades de XML se pueden usar en el contenido de elementos o en valores de atributos. Estas 
entidades están predefinidas en XML para representar caracteres especiales: 
 
Entidad Caracter 
&amp; & 
&apos; ‘ 
&gt; > 
%lt; < 
&quote; “ 
 
5. Sección CDATA. Una sección de texto en la que los caracteres reservados de XML deben ser 
tratados como caracteres normales. Las secciones CDATA se escriben con la siguiente sintaxis: 
 
<![CDATA[ 
líneas de texto 
…. 
]]> 
 
 
Reglas sintácticas en los ficheros XML 
 
Las reglas que se aplican son: 
 
 Dos elementos XML pueden anidarse incluyendo uno de ellos como parte del contenido de otro 
elemento. 
 Debe haber un elemento único, llamado elemento raíz, que no esté anidado dentro de ningún 
otro elemento. 
 Debe haber una instrucción de procesado “xml” antes del elemento raíz. 
 Los valores de los atributos de los elementos deben encerrarse entre comillas dobles. 
 El nombre y los atributos de los elementos deben estar compuestos por caracteres alfanuméricos 
más los 4 caracteres especiales: “-”, “_”, “:” y “.”. 
 Las instrucciones en una instrucción de procesamiento deben estar escritas en la misma sintaxis 
que los atributos de un elemento. 
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Esta simplicidad y escasez de reglas es parte del éxito de XML y su expansión a múltiples plataformas 
y sistemas. 
 
 
La instrucción de procesamiento “xml” 
 
Todo fichero XML debe contener una instrucción de procesamiento “xml” al principio del fichero para 
declarar que el fichero es, efectivamente, un fichero XML. 
 
Hay un atributo requerido en esta instrucción de procesamiento: el atributo “version”, que indica la versión 
del estándar XML al que se adhiere el documento. 
 
Los atributos posibles para la instrucción de procesamiento “xml” son: 
 
version – Un atributo requerido que especifica la versión del estándar XML al que se adhiere el 
documento XML. Actualmente, hay dos versiones posibles: 1.0 y 1.1. La versión 1.0 es la recomendada, 
ya que la 1.1 no está tan ampliamente implementada, y se aconseja únicamente para aquellas 
aplicaciones que hacen uso de sus especificidades. 
 
encoding – Un atributo opcional que especifica el esquema de codificación usado en el fichero XML. 
Actualmente, hay muchos esquemas soportados por la mayoría de aplicaciones XML:  UTF-8, UTF-16, 
ISO-10646-UCS-2, ISO-10646-UCS-4, ISO-8859-1, ..., ISO-8859-9, ISO-2022-JP, Shift_JIS, EUC-JP 
 
satandalone – Un atributo opcional que especifica si este fichero XML es autocontenido o no. Si 
standalone es “yes”, el fichero será autocontenido. Por el contrario, si el valor del atributo standalone es 
“no”, el fichero no es autocontendio. Un fichero XML autocontenido puede ser procesado con seguridad 
sin tener que leer ninguna otra declaración de archivos externos. 
 
 
Esquemas de validación. 
 
Como se ha indicado, XML es un metalenguaje que define cómo se debe estructurar el contenido, pero 
sin decir nada sobre el contenido en sí. Para poder ampliar el alcance de XML y definir reglas sobre el 
contenido, existen varios estándares de esquemas: 
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 XSD. XML Schema Definition es el estándar de facto para definición de esquemas de descripción 
de documentos XML. Está controlado por el World Wide Web Consortium (W3C). Un documento 
XSD es también un documento XML, e incluso existe un XSD que describe el estándar XSD. 
 DTD. Document Type Definition fue el primer estándar formalizado, pero hoy en día ha sido 
superado y reemplazado por XSD. 
 XDR. XML Data Reduced fue un intento de Microsoft de proveer un estándar más exhaustivo 
que DTD. Ha sido abandonado en los productos de Microsoft en favor de XSD. 
 Existen otro estándares como Schematron y RELAX NG. 
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