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Abstrakti
Siç e dimë, sa i përket marrjes së informacionit, sa më shpejtë që informohemi, aq më të
suksesshëm jemi dhe kur bëhet fjalë për kërkim të produkteve, rrobave apo çfarëdo që
njerëzit kanë nevojë Interneti e ka lehtësuar shumë këtë.
Prandaj, në ditët e sotme gjithçka që ndërtohet, çdo kompani, çdo person, sot ka një vlerë në
Internet, qoftë si dhënës i informacionit apo si marrës i informacionit. Vet themelimi i ueb-it
ishte arsye që komunikimi dhe marrja e informacioni të bëhet sa më shpejtë dhe sa më të
saktë.
Ekzistojnë shumë metodologji të ndryshme që sot përdoren për ndërtimin e një ueb
aplikacioni, disa prej tyre janë:


Scrum



Waterfall Model



V-Model

Qëllimi i këtij piu është të ndihmojë zhvilluesit e ri ose zhvilluesit aktualisht që programojnë
në platforma të vjetra të kuptojnë se si përdoren këto librari, sa lehtë është t`i mësojnë, t`i
implementojnë dhe të shikojnë të mirat e këtyre platformave të reja. Ky punim po ashtu
thekson se si të lidhim faqen tonë me pagesa, me wordpress dhe si t’i shfaqim këto të dhëna
me gatsby/react.
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1. HYRJE
World Wide Web, është një sistem i cili funksion nëpërmjet Internetit, më saktë nëpërmjet
një shfletuesi. Nëpërmjet shfletuesve, mund të shikoni web faqet që mund të përmbajnë tekst,
imazhe, video dhe pjesë të tjera multimediale.
Tim Berners-Lee shpiku World Wide Web në vitin 1989, që tani ne atë e quajmë Internet.
Po ashtu, Tim Berners-Lee kishte specifikuar dhe tre teknologjitë themelore të cilat edhe sot
mbesin themeli i webit [1].


HTML - HyperText Markup Language formati në të cilin publikohet uebi, duke
përfshirë mundësin për t’i formatuar dokumentet dhe për t’i lidhur ato me resurse dhe
dokumente të tjera.



URI - Uniform Resource Identifier është një lloj adrese unike për secilin resurs në
ueb.



HTTP - Hypertext Tranfer Protocol lejon pranimin e resurseve të lidhura nëpërmes
ueb- it.



CSS – Cascading Style Sheets është gjuhë e cila përdoret për të përshkruar
prezentimin e dokumentit i cili është i shkruar në HTML, po ashtu na mundëson që
ne të shtojmë dizajn në elementet tona të HTML në mënyrë që të kemi një UI më të
përshtatshme dhe më të kuptueshme për klientët ose përdoruesit [1].

Një ndër platformat më të përdorura në ueb është Wordpress e cila është krijuar në vitin
2003 nga Matt Mullenweg dhe Mike Little. Kjo platformë është një CMS (Content
Managment System ose Menaxhimi Sistematik i Kontentit) që është i bazuar në PHP dhe
MYSQL, po ashtu mund të përdoret edhe me MariaDB, MongoDB dhe po ashtu SQL
Lite [2].
Disa ndër arsyet pse Wordpress është shumë i përdorur janë se është shumë i lehtë për
përdorim, është i krijuar në PHP gjuhë e cila është shumë e lehtë për tu mësuar pasi që
ka një komunitet shumë të gjerë të zhvilluesve dhe një dokumentim shumë të detajuar në
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platformën e tyre, mënyra e thjeshtë që Wordpress funksionon ka ndikuar që shumë ueb
faqe të ndryshme të fillojnë ta përdorin Wordpress-in për platformat e tyre të ECommerce. Vlenë të ceket se kjo platformë përdorë shumë plugin-s të cilat e lehtësojnë
shumë jetën e përdoruesve.
Një platformë tjetër që është përdorur për të krijuar E-Commerce janë platformat e
Microsoft që janë .NET, por kjo e fundit e ka platformën pak më të vështirë për t’u
menaxhuar. Një element tjetër interesant në përdorimin e kësaj platforme është se ende
shumica e faqeve E-Commerce që janë të krijuara në to, përdorin .NET Web Forms e cila
është një version shumë i vjetër i .NET të cilën as vet Microsoft nuk e përkrahë tani më.
Ekzistojnë shumë korniza ose library të ndryshme që na ofrojne shumë kontrolla të ndryshme
për t’i përdorur gjatë zhvillimit. Një ndër libraritë që do të fokusohem në këtë punim është
libraria React dhe po ashtu korniza Gatsby.
1.1. Struktura e dokumentit
Ky dokument është i strukturar në këtë format:


Kapitulli 2 – përshkruan metodologjitë e vjetra me të cilat janë zhvilluar ECommerce dhe pse duhet të përdoren teknologjitë e reja.



Kapitulli 3 – përshkruan problemet të cilat kanë ekzistuar para përdorimit të
platformave të React, Gatsby dhe Wordpress.



Kapitulli 4 – përshkruan se në çfarë mënyre është bërë hulumtimi i këtij punimi.



Kapitulli 5 – është rasti i studimit që kam zhvilluar



Kapitulli 6 – rezultatet e nxjerra
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2. SHQYRTIMI I LITERATURËS
2.1. Web
Ueb-i është një model komunikimi që nëpërmjet HTTP na mundëson shkëmbimin e
informacionit nëpërmjet Internetit [1].
Në atë kohë Tim ishte një inxhinier softuerik në CERN, një laborator i fizikës në afërsi të
Gjenevës në Zvicër. Shumë shkencëtarë merrnin pjesë në eksperimente në CERN, të cilat
zgjasnin në kohë, dhe më pas ktheheshin në laboratorët e tyre rreth e përqark botës. Këta
shkencëtarë ishin të etur për t’i shkëmbyer të dhënat dhe rezultatet, gjë që ishte shumë e
vështirë. Tim e kishte kuptuar nevojën, e gjithashtu kishte kuptuar që mund të kishte shumë
kompjuterë të lidhur në mes tyre në Internet [1].
Tim e kishte dokumentuar atë çfarë më vonë u bë World Wide Web dhe e kishte dërguar si
propozim në vitin 1989 në menaxhmentin e CERN-it. Ky propozim specifikonte disa
teknologji, të cilat do ta bënin Internetin vërtet të qasshëm dhe të përdorshëm për njerëzit.
Ky propozim nuk u pranua deri në tetor të vitit 1990, kur Tim tashmë kishte specifikuar tri
teknologjitë themelore të cilat edhe sot mbesin themeli i uebit [1].


HTML: HyperText Markup Language është gjuha standarde e markup për
strukturimin e ueb faqeve.



URI: Uniform Resource Identifier - është një lloj i adresës i cili është unik për secilin
resurs në ueb.



HTTP: Hypertext Transfer Protocol është një standard komunikimi që rregullon
kërkesat dhe përgjigjet që nodhin në mes shfletuesit që ekzekutohet në kompjuterin e
përdoruesit të fundit dhe në serverin e Internetit [1].
2.2. Ueb Aplikacioni

Një ueb aplikacion është çdo program kompjuterik që kryen një funksion të veçantë duke
përdorur një shfletues ueb si klientin e tij. Aplikimi mund të jetë po aq i thjeshtë sa një mesazh
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ose një formë kontakti në një faqe Interneti ose një aplikacion për lojëra të lëvizshme me
shumë lojtarë që shkarkoni në telefonin tuaj [3].
Ueb aplikacionet janë të njohura për shkak të përkrahjes së gjithë web shfletuesve dhe
lehtësisë për përdorimin e ueb shfletuesit si klient. Mundësia për t’i modifikuar dhe ruajtur
ueb aplikacionet pa pasur nevojë për instalimin e një softueri në potencialisht mijëra
shfrytëzues është një arsye për popullaritetin e tyre [3].
Në modelet e hershme kompjuterike, si klient-server, aplikacionet kishin kodin e shpërndarë
në server dhe në secilin klient lokal. Me fjalë tjera, një aplikacion kishte klientin e tij me
programin që i dedikohej si ndërfaqe dhe duhej të instalohej ndaras në secilin shfrytëzues.
Një modifikim në kodin e aplikacionit që ishte në anën e serverit gjithashtu duhej edhe të
përputhej në kodin e klientit që ishte instaluar në secilën pajisje të shfrytëzuesit përkatës ,
duke i shkaktuar stafit teknik shpenzime dhe humbje në kohë [3].
Ueb aplikacionet si ueb dokumentet janë të shkruara në një format standard si HTML (tash
edhe në XHTML) që përkrahen prej web shfletuesve të ndryshëm [1].
Më 1995, Netscape shpalosi skriptimin në anën e klientit me anë të gjuhës skriptuese
JavaScript, e cila i lejonte programerët të futnin disa elemente dinamike në ndërfaqen e
shfrytëzuesit që ishte në anën e klientit. Pavarësisht se barte emrin Java në vete JavaScript
nuk kishte të bëjë me Java-n në asnjë mënyrë, ky emër ishte përdorur për ta shfrytëzuar
popullaritetin e Java-s në atë kohë. Deri atëherë, të gjitha të dhënat duhej të dërgoheshin në
server për procesim dhe rezultati dërgohej nga serveri me anë të një HTML faqeje statike te
klienti, kurse tani me JavaScript ne mund t’u qasemi të dhënave në mënyrë shumë më
dinamike [3].
2.3. HTML
HTML është shkurtesë për Hypertext Markup Language. Edhe pse ekzistojnë disa gjuhë të
tjera, HTML me disa versione të saj të zgjeruara, është gjuha dominuese në Internet. HTML
është një gjuhë treguese, gjithashtu e njohur edhe si gjuhë përshkruese e faqes. Ajo nuk është
gjuhë programuese, pra nuk i tregon kompjuterit çfarë duhet të bëj. Në vend që të jep
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komanda HTML ia përshkruan faqen shfletuesit. Shfletuesi e interpreton përshkrimin dhe e
paraqet në ekran të kompjuterit apo pajisjeve mobile. Pra, HTML i tregon shfletuesve si
Internet Explorer, Firefox, Chrome e të tjerë për përmbajtjen e faqes, përmbajtja mund të
jetë: tekst, fotografi, linçe, video etj. Nuk ka rëndësi sa i thjeshtë apo i komplikuar ky
dokument duhet të jetë, ai duhet të fillojë me strukturën e njëjtë bazike. Katër etiketa (tags):
doctype, html, head dhe body [4].
2.3.1. HTML etiketat – tags
HTML shkruhet me elemente, të cilat përbëhen nga përmbajtja e rrethuar nga njëra anë me
etiketën hapëse dhe ana tjetër me atë mbyllëse, p.sh. <body>Hello</body> është një element
ku <body> është etiketë hapëse, Hello është përmbajtja, ndërsa </body> është etiketa
mbyllëse. Etiketat e HTML e bëjnë punën e rëndë, duke përfshirë aranzhimin, përshkrimin e
tipit të HTML që është përdorur për ta ndërtuar faqen, ku të gjinden fajll mbështetës (si CSS
style sheets fajllat) dhe formatimi i objekteve individual të faqes [4].
2.3.2. Anatomia e HTML etiketave (tags)
Shumica prej etiketave kanë atribute apo tipare. Atributet sjellin informata shtesë, si p.sh. si
ta karakterizojmë një objekt, ku të gjejmë një fajll, apo ku ta shfaqim objektin në faqe, më
poshtë kemi një paragraf si shembull:
<p align=”center”>Paragrafi</p>
Ku align është emri i atributit, ndërsa “center” është vlera e cila i tregon etiketës se ku duhet
të pozicionohet që më vonë do të flasim se si i stilizojmë këto etiketa.
2.4. Cascading Style Sheets (CSS)
CSS një mënyrë shumë më fleksibile për të krijuar ueb faqe. CSS është një gjuhë e cila
përdoret për stil, pra përdoret për të përshkruar pamjen dhe formatin e një dokumenti të
shkruar në gjuhet markup – zakonisht HTML. Gjithashtu, mund të përdoret për dizajnim të
XML (eXtensible Markup Language), dhe në Flesh animacionet, si dhe shumë gjuhë të tjera.
CSS është shtesë e cila përdoret për pamjen e faqeve, më së shumti për ueb faqet [5].
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Edhe pse ka shumë arsye që përdorimi i CSS së bashku me HTML është më e preferuar se
vetëm HTML standard, njëra nga më të fuqishmet është se, jo si HTML tabelat, CSS
mundëson ndarjen e stilit nga përmbajtja, dhe po ashtu stili mund të vendoset në një fajll
tjetër. Stili është një bashkësi e instruksioneve për format, si fonti, ngjyra, madhësia, kufijtë
etj. CSS mund t’i formatoj faqet dhe mbajtësit në mënyrë më fleksibile se sa mund të
formatohen vetëm me HTML standard [5].
2.4.1. Llojet e stileve
CSS mbështet tri lloje të stileve, shpesh të referuara si rregullat: inline, internal dhe external
(në rresht, të brendshëm dhe të jashtëm). Ne mund të përdorim njërin stil apo edhe mund t’i
kombinojmë ato në secilën ueb faqe, gjithashtu në secilën faqe mund të përdoret kombinim
tjetër. Po ashtu, ne mund t’i përdorim disa fajll të jashtëm për të formatuar të njëjtën faqe,
por është e preferuar që CSS të mbetet jashtë fajllave tonë të HTML për arsye të organizimit
të kodit dhe po ashtu që të kemi më shumë mbështetje nga SEO si Google.
2.4.2. Stilet brenda rreshtit (inline styles)
Stili brenda rreshtit mund të përdoret për formatim të një elementi të vetëm, si p.sh. një
paragraf të cilin duam të duket më ndryshe se paragrafët e tjerë në atë faqe. Përgjithësisht –
përveç se jep më shumë opsione për formatim - Stili brenda rreshtit nuk sjell ndonjë benefit
të veçantë nga përdorimi i HTML etiketave bazike. Ky stil futet brenda rreshtit direkt në
objekte, dhe aplikohet në vetëm ato objekte, pra nuk jep mundësinë për të formatuar dhe më
pas ta ndërrojmë formatin në shumë objekte, siç bëjnë stilet e tjera të CSS [5].
Pasi që stili brenda rreshtit lidhet direkt në ndonjë objekt, nuk ka nevojë që ta referojmë, dhe
pasi që nuk ka nevojë për referim ai objekt nuk ka nevojë për emër unik. Zakonisht të gjitha
atributet janë të përfshira si pjesë e etiketës hapëse [5].
2.4.3. Stilet e brendshme (internal styles)
Për dallim nga stili brenda rreshtit, stili i brendshëm vendoset ndaras nga objekti, dhe
gjithashtu mundëson formatimin e shumë objekteve me të njëjtin stil, dhe kjo të jep
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mundësinë që të bësh ndryshime të shumta, thjesht duke modifikuar një rresht të vetëm. Për
arsye se stilet e brendshme, janë të përfshira brenda dokumentit objektet e të cilit i formaton,
ai disi është i limituar. Ky stil përdoret për ueb faqet që kanë vetëm një faqe, apo për ueb
faqet të cilat faqet i kanë të ndryshme nga njëra tjetra stilet e brendshme vendoset brenda
etiketave <head></head>. Edhe pse nuk janë aq të fuqishëm sa stilet e jashtme, janë më të
preferuar në disa situata. P.sh. nëse përdorim include, gjë që bënë të ulet numri i kërkesave
në server dhe kështu e shkurton kohën për të cilën serveri e kthen përgjigjën [5].
2.4.4. Stilet e jashtme (external styles)
Nga të tre stilet, stilet e jashtme janë shumë më të gjithanshëm. Siç sugjeron edhe emri, ata
janë të jashtëm apo fajlla të veçanta. CSS fajllat kanë .css mbaresën. Njëri nga përfitimet
kryesor që ky stil sjellë është mundësia për formatim të shumë faqeve me të njëjtin style
sheet. Avantazhet rriten edhe me shumë kur dizajnojmë për pajisje mobile. Avantazhet
kryesore të stilit të jashtëm janë [5]:
Formatimi dhe ri-formatimi global: Kjo do të thotë se përveç aftësisë që ne mund t’i
vendosim të gjitha instruksionet në një fajll, dhe më pas me një ndryshim të vogël të
ndryshojmë shumë faqe, ne gjithashtu mund ta përdorim atë fajll sa herë që të dëshirojmë
[5].
Saktësia në mirëmbajtje: Gjatë punës në ueb faqe, shtimit të faqeve, tekstit dhe elementeve
të tjera nuk duhet shumë kohë që ueb faqja të bëhet shumë e madhe. Para se të arrin te stili i
jashtëm për të bërë një ndryshim, është dashur që në secilën faqe të shkojë manualisht që të
e bëjmë ndryshimin e dëshiruar. Kjo gjë jo vetëm që kushton në kohë, ajo po ashtu e rrit
mundësinë e gabimit. Me përdorimin e duhur të stilit të jashtëm ne kursejmë kohë, dhe jemi
shumë më të saktë në ndryshimet që bëjmë [5].
Më pak kod: Në dizajnimin e ueb faqeve për pajisje mobile gjithçka që mund të bëjmë që ta
zvogëlojmë madhësinë e fajllit është një gjë e mirë. Me stilin e jashtëm kjo gjë arrihet pasi
që i njëjti kod shpërndahet në disa faqe [5].

7

Rritja e efikasitetit në punën me grupe apo ekipe: Shumë web faqe janë të krijuar nga
mjedise ekipore, me anëtarë të ndryshëm që punojnë në seksione individuale. Shpërndarja e
fajllave të jashtëm siguron përputhje të punës dhe gjithashtu e shkurton ngarkesën e punës
[4].
Fajlla të ndryshëm për stil, për shfrytëzues dhe pasje te ndryshme: Ne mund të
detektojmë pajisjen e cila qaset në ueb faqe dhe varësisht nga pajisja të shpërndajmë CSS
style sheet të ndryshme. Me fjalë të tjera, ne kemi mundësi që të njëjtën përmbajtje ta
paraqesim me stile të ndryshme në pajisje të ndryshme [5].
2.4.5. CSS Standarded
Pothuajse si çdo aspekt i informacionit dhe teknologjisë edhe CSS dhe web design është në
gjendje të fluksit, gjithmonë duke ndryshuar dhe duke evoluar në mënyrë konstante.
Aktualisht CSS ka tre versione: CSS1, CSS2 dhe CSS3. Për CSS2 ekziston CSS 2.1 i cili i
rregullon disa gabime.
Procesi i zhvillimit dhe i lëshimit të markup gjuhëve dhe style sheet gjuhëve nuk është aq i
mirë dhe është shumë konfuz. Sapo që W3C njofton që kanë filluar të punojnë në një version
të ri, komuniteti i dizajnit dhe ueb shfletuesit fillojnë ta implementojnë atë. Të marrim si
shembull HTML5, është ende larg për t’u bërë i rekomanduar, por shumë module të tij tashmë
janë shumë të përdorshme. Shumica e shfletuesve të famshëm si Internet Explorer, Firefox,
Safari dhe Chrome si dhe shumë shfletues të pajisjeve mobile mbështesin shumë nga HTML5
elementet. E njëjta ndodh edhe me CSS. Edhe pse CSS versioni 2.1 është i rekomanduari,
CSS3 tashmë përkrahet dhe shumë i përdorur.
Vendosja se cilin version ta përdorim është sikur të marrësh në shënjestër një objekt në
lëvizje, sidomos kur je duke dizajnuar për një spektër të gjerë të pajisjeve mobile. Për këtë
arsye është shumë e rëndësishme që të dihet se për cilat pajisje jemi duke dizajnuar dhe çfarë
aftësish kanë ato [6]. Në Figura 1 i kemi paraqitur të gjitha versionet e CSS, si ato dallojnë
me njëra tjetrën dhe çka kanë të përbashkëta.
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Figura 1. CSS Versionet

2.4.5.1 SASS
Sass (syntatically awesome style sheets) është një gjuhë e cila përdoret për të stiluar/dizajnuar
faqetm është lansuar në vitin 2006 dhe është dizajnuar nga Hampton Catlin dhe zhvilluar nga
Natalie Welzenbaum, ku duke e zhvilluar këtë gjuhë kanë filluar ta zgjerojnë edhe në
SassScript, një gjuhë skriptuese e thjeshtë që përdoret në fajllat e Sass [7].
Sass është gjuhë e cila interpretohet ose kompajlohet në CSS. SassScript përbëhet prej 2
sintakseve, sintaksën origjinale e cila quhet “indented syntax” e cila është bazuar dhe e
ngjajshme me atë të Haml. Përdorë identifikimin e rreshtave për të shiquar se a është një
pjesë e kodit “block kod” apo një kod në rresht të ri për të ndarë rregullat [7].
Kur Sass interpretohet ose kompajlohet krijon disa blloqe të rregullave të CSS që janë
definuar nga vet zhvilluesi ose thënë më saktë që janë definuar në fajllin e Sass-it.
Interpretuesi i Sass e përkthen SassScript-ën në CSS. Po ashtu Sass mund të monitorojë fajllat
që janë .sass ose .scss(SassScript) dhe mund ta përkthejë në CSS kurdo që ndonjë fajll me
këtë prapashtesë të fajllit le extension është krijuar [7].
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Me CSS3 erdhën shumë ndryshime të favorshme për zhvilluesit por çka ka munguar ishte se
ende nuk ishte dinamik, në atë që ne ende nuk mund të përdornim variabla në qoftë se kemi
elemente të cilat përdorin stilin e njejtë, apo të përdoret ndërlidhja e klasave siç kemi bërë në
programim tradicional [7].
Variablat – Sass na lejon që më në fund ne të krijojmë variabla të cilat fillojnë me shenjën
e dollarit ($). Këto vlera i adresojmë me një kolonë (:). SassScript i përkrahë 4 tipe të të
dhënave [8]:


Numra (duke inkuadruar edhe numrat me presje)



Stringje (me apo pa kuota)



Ngjyra



Boolean (true ose false) [8]

Variablat mund të jenë argumente të rezultateve të funksioneve të ndryshme prandaj tani më
CSS bëhet edhe më dinamik dhe shkon në atë tradicionalen e programimit. Në këtë mënyrë
vlerat e variablave insertohen në output-in e dokumentit të CSS [8].
Figura 2 tregon se si mund të përdorim variablat në SASS dhe sintaksat e ndryshme [8]:
SCSS
$primary-color: #b3131;
$margin: 24px;
.container {
border-color: $primary-color;
color: darken($primary-color, 10%);
}
.border {
padding: $margin / 2;
margin: $margin / 2;
border-color: $primary-color;}

Figura 2. SCSS Kodi me variabla
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Figura 3 tregon se si kjo mund të shënohet në SASS si në vijim:
$primary-color: #b3131
$margin: 24px
.container
border-color: $primary-color
color: darken($primary-color, 10%)
.border
padding: $margin/2
margin:

$margin/2

border-color: $primary-color

Figura 3. SASS Kodi me variabla

dhe në fund në Figura 4 kompajlohet në CSS si në vijim:
.container {
border-color: #b3131;
color: #2b9eab; }
.border {
padding: 12px;
margin: 12px;
border-color: #b3131;}

Figura 4. CSS Kodi i kompajlluar

Nesting (Ndërlidhjet e klasave) – CSS nuk e përkrahë ndërlidhjen logjike të klasave, po
ashtu blloqet e kodeve nuk janë të ndërlidhura, por këtu hyn Sass i cili na lejon që kodin ta
ndërlidhim me njëri-tjetrin [8]:
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Figura 5 paraqet strukturën në HTML:
<table style="width:100%">
<tr>
<th><h1>Firstname</h1></th>
<th>Lastname</th>
<th>Age</th>
</tr>
<tr>
<td>Jill</td>
<td>Smith</td>
<td>50</td>
</tr>
</table>
Figura 5. HTML Tabelat

Figura 6 paraqet një kod në SCSS
table.hl {
margin: 2em 0;
td.ln {
text-align: right;
}
}
li {
font: {
family: serif;
weight: bold;
size: 1.3em;
} }

Figura 6. SCSS Tabela
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Figura 7 paraqet të njejtin kod të paraqitur në SASS
table.hl
margin: 2em 0
td.ln
text-align: right
li
font:
family: serif
weight: bold
size: 1.3em

Figura 7. SASS Tabela

Figura 8 kemi kodin e kompajluar në CSS
table.hl {
margin: 2em 0;
}
table.hl td.ln {
text-align: right;
}
li {font-family: serif;
font-weight: bold;
font-size: 1.3em;}

Figura 8. CSS i kompajlluar nga Tabela

Loops (Unazat) – Sass po ashtu lejon iterimin në variabla duke përdorur @for, @each dhe
@while, të cilat mund të përdoren për të aplikuar dizajnin e njëjtë të elementeve ose klasave
të ngjajshme ose me id-s [8].
Figura 9 kemi si shembull:
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$squareCount: 3
@for $i from 1 through $squareCount
#square-#{$i}
background-color: red
width: 50px * $i
height: 120px / $i

Figura 9. Loops në SASS

Ky shembull më pastaj do të krijonte disa id për t’i përdorur pastaj për dizajnin e njëjtë dhe
do të shfaqte kodin në CSS si në Figura 10 [8]:
#square-1 {
background-color: red;
width: 50px;
height: 120px;
}
#square-2 {
background-color: red;
width: 100px;
height: 60px;
}

Figura 10. Kodi i kompajlluar në CSS

Kjo krijon vetëm dy id për elementet tona pasi që unaza for jonë ka filluar nga numri 1.
Argumentet – Sass po ashtu përdorë argumentet për të krijuar në mënyrë dinamike stilet e
ndryshme të dëshirueshme [8].
Figura 11 kemi paraqitur si shembull:
=left($dist) float: left margin-left: $dist
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#data +left(10px)

Figura 11. SASS me argumente

E cila do të kompajlohej si në Figura 12:
#data {
float: left;
margin-left: 10px;
}

Figura 12. Kodi i kompajlluar në CSS për data

Në këtë rast ne id që kemi krijuar ne e thërrasim metodën left dhe e shtojmë në data si në
vijim #data +left(10px) ne ju qasemi argumentit left dhe ia dërgojmë një vlerë e cila është
10px, në këtë mënyrë ne mund ta ripërdorim këtë metodë edhe në klasat tjera për të përdorur
po këto vlera, por mund t’i japim variabla tjera [8].
Figura 13 paraqet një shembull:

=left($dist)
float: left
margin-left: $dist
#data
+left(10px)
#data2
+left(15px)

Figura 13. Ripërdorimi i metodës me vlera të ndryshme

Kështu ne mund të ripërdorim po të njëjtën metodë por t’i dërgojmë variabla tjera.

15

Sector Inheritance (Trashëgimia në sektore) – Edhe pse CSS3 përkrahë hierarkinë e
DOM-it ose Document Object Model, nuk e leojn trashëgiminë e sektorëve, kurse në Sass,
trashëgimia arrihet duke shtuar një rresht brenda një blloku të kodit i cili përdorë @extend
fjalinë dhe referencon një sektorë tjetër. Atributet e selektorit të trashëguar aplikohen tek
sektori i thirrur [9].
Figura 14 paraqet trashëgiminë në sektore:
.error
border: 1px #f00
background: #fdd
.error.intrusion
font-size: 1.3em
font-weight: bold
.badError
@extend .error
border-width: 3px

Figura 14. Trashëgimia në sektore

E cila do të kompajlohej si në Figura 15:
.error, .badError {
border: 1px #f00;
background: #fdd;
}
.error.intrusion, .badError.intrusion {
font-size: 1.3em;
font-weight: bold;
.badError { border-width: 3px; }

Figura 15. Kompajllimi i trashëgimisë në css
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2.5. Bootstrap

Figura 16. Logoja e Bootstrap

Bootstrap është korniza më i njohur i CSS-it. Bootstrap na mundëson krijimin e ueb faqeve
responsive në të gjitha paisjet. Boostrap përdorë klasa të css-it të paradefinuara për stilizmin.
Bootstrap na ofron që ta ndajmë ekranin në matricë, ku me anë të rreshtave dhe kolonave, ne
pozicionojmë elemente në ekran. Ndarja e rreshtave dhe kolonave bëhet në mënyrë
proporcionale nëe bazë të rreshtave ose të kolonave të përdorura. Numri maksimal i rreshtave
është 12 për ekran, kurse i kolonave është 12 për rresht.


Row: Përdoret për të definuar një rresht në ekran.



Col: Përdoret për të definuar një kolonë në ekran. Në bazë të gjerësisë të ekranit,
atëherë bëhet edhe pozicionimi i kolonave në rreshta, kur ekrani arrin një gjerësi e
caktuar atëherë kolonat shkojnë dhe zhvendosen prej pozitës horizontale në atë
vertikale. Kemi 4 lloje te kolonave:
o col-s:m Kur gjerësia e ekranit është më e vogël se 540px, atëherë
kolonat pozicionohen vertikalisht.
o col-m: Kur gjerësia e ekranit është më e vogël se 720px, atëherë
kolonat pozicionohen në vertikalisht.
o col-lg: Kur gjerësia e ekranit është më e vogël se 960px, atëherë
kolonat pozicionohen në vertikalisht.
o col-xl: Kur gjerësia e ekranit është më e vogël se 1140px, atëherë
kolonat pozicionohen në vertikalisht.
o col: Kolonat nuk zhvendosen asnjëherë vertikalisht [9].
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2.6. .NET Ueb Forms
ASP .NET Ueb Forms janë pjesë e frejmourkut të ASP .NET e cila është e inkuadruar në
Visual Studio bashkë, është një nga 4 format e programimit që mund të bëhen në
frameworkun e ASP .NET, ku ndër to hyn ASP.NET MVC, ASP .NET Ueb Faqet dhe ASP
.NET Single Page Applications (Aplikacion me një faqe).
Ҫka ofrojnë ueb forms:


Ndan HTML dhe kodin e UI ose Back-End nga logjika e aplikacionit.



Kontrolla të shumëta për punë të përgjithshme duke inkuadruar edhe qasjen në të
dhëna.



Vegla shumë të fuqishme për lidhjen e të dhënave dhe me mbështetje ende nga
Microsoft.



Mbështetje për skripta nga ana e klientit që ekzekutohen në shfletues (browser).



Mbështetje për shumë elemente të ndryshme si siguri, rrugëtimin (routing),
performanca, përmirësimi (largimi) i gabimeve, testimin, menaxhimi i gabimeve dhe
menaxhimin e gjendjeve [10].

Vështirësitë që janë në ueb aplikacione paraqiten në Tabela 1:
Tabela 1. Vështirësitë që janë për ueb aplikacionet. [10]

Emri

Pershkrimi

Implementimi i një interfejsi të pasur të Është e vështirë të krijojmë një faqe
klientit.

dinamike duke përdorur vetëm elementet
bazike të HTML, kështu ueb forms na
ndihmojnë që t’i ndërtojmë në mënyrë sa më
dinamike.

Ndarja e klientit dhe serverit.

Në një ueb aplikacion, klienti (shfletuesi)
dhe serveri janë dy programe të ndryshme
që lëshohen në paisje të ndryshme, këto dy
të fundit dinë shumë pak për njëri-tjetrin,
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por këto komunikojnë dhe shpërndajnë
vetëm pak informacion ndërmjet veti.
Ndarja e klientit dhe serverit.

Serveri nuk mban mend gjendjet e kaluara,
kështu serveri për çdo kërkesë që bëhet nga
ana e klientit duhet të fillojë nga fillimi ta
procesojë gjendjen, gjë që kjo mund të jetë
problem për raste të caktuara.

Nuk dihet se çfarë janë në gjendje Në shumë raste klientët mund të kenë
klientët të bëjnë ose thënë më saktë se shfletues të ndryshëm, kështu ne nuk mund
çfarë shfletuesi kanë.

ta dijmë saktë se çfarë janë në gjendje të
bëjnë.

Komplikimet me aksesin e të dhënave.

Shkrimi dhe leximi i të dhënave mund të
jetë i komplikuar dhe mund të marrë shumë
resurse.

Komplikimet në shkallzueshmëri.

Në shumë raste Ueb Aplikacionet që janë
dizajnuar me metodat që janë ekzistuese
kanë dështuar të mbërrijnë objektivat e
shkallzueshmërisë.

Si na ndihmojnë ueb format për këto probleme paraqitet në Tabela 2:
Tabela 2. Si na ndihmojnë ueb format për këto probleme. [10]

Principet

Pershkrimi

Programim i orientuar në evente.

Ueb format kanë ofruar modelin e
aplikacioneve të bazuar në evente, që
nënkupton që sa herë shfrytëzuesi ka
interaksion me faqen, ajo reagon në bazë të
kodit që kemi shënuar.
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Librari të mëdha të kontrollave.

Përveç që mundësojnë kontrollat bazike,

ato na mundësojnë edhe kontrolla të
veçanta si ‘ListView’ dhe ‘GridView’.
Këto të fundit dërgojnë një listë së të

dhënave direct tek shfrytëzuesi.
Integrimi i të dhënave në mënyrë të Ueb format na sigurojnë shumë mënyra për
thjeshtë.

ruajtjen, marrjen dhe shfaqjen e të dhënave.
Ne mund tëi përdorim këto të dhëna për të
automatizuar prezentimin e tyre në faqe.

Disa nga përparësitë e përdorimit të metodologjisë Ueb Forms janë:


Aplikacionet janë fleksibile dhe të adaptueshme ndaj ndryshimeve.



RAD zvogëlon rrezikun e përgjithshëm në projekt.



Në përgjithësi Rad përfshinë cikle të shkurta të zhvillimit.



RAD ju lejon ndarjen e projektit në projekte më të vogla dhe më të menaxhueshme.



Klientët marrin një produkt funksional në kohë më të shkurtë [10].

Disa nga mangësitë e përdorimit të Ueb Forms janë:


Nuk mundet të përdoret për projekte të vogla



Kërkon më shumë burime dhe të holla për të zbatuar RAD



Të gjitha aplikacionet nuk janë kompatibile me RAD



Nevojitet angazhimi i dy palëve të zhvilluesve (back-end dhe front-end) për të
përfunduar projekti. Përndryshe RAD do të dështojnë [11].
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2.7. Wordpress

Figura 17. Llogoja e Wordpress

Wordpress siç e ceka edhe më lartë është platformë e cila ka lehtësuar shumë zhvillimin e
ueb faqeve duke ua ka dhënë edituesve të faqeve një mënyrë më të lehtë për të shkruajtur
kontentin e dëshiruar [2].
2.7.1. Përparësitë e Wordpress
Disa nga avantazhet e wordpress janë:


Ka një kosto efektive



Përditësimi i faqes bëhet nga kudo dhe kurdo pa asnjë pengesë



Përkrahë Search Engine Optimization (SEO), ku përmes plugin-s të ndryshëm renditë
faqen tuaj në top listën e Google ose Bing ose çfarëdo makinë kërkuese.



Wordpress po ashtu na mundëson dizajn responsiv pa pasur nevojë të shkruajmë kod
ekstra.



Ideale për marketing në rrjete sociale, na mundëson që me një konfigurim të thjeshtë
të postojmë nga faqet tona direkt në rrjetet tona sociale duke përdorur vet panelin e
wordpressit.



Siguria në nivel – vitet e kaluara Wordpress është akuzuar për siguri të ulët në faqet
e tyre, por tani kjo gjë ka ndryshuar sepse siguria është rritur në maksimum, kështu
me zhvilluesit e duhur dhe dizajnerët e duhur faqja juaj do të jetë “hack-proof”.



Tranzicion i lehtë nga njëri zhvillues në tjetrin [12].
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2.7.2. Mangësitë e Wordpress


Kufizime në të ardhura, në kuptimin që faqet që janë të hostuara në wordpress.com
nuk mund të marrin të ardhura nga Google Ads, ata duhet të përdorin Word Ads për
të përfituar, por kjo pritet që të ndryshojë.



Kufizime në përdorimin e plugin-s për arsye se këto të fundit nuk mund t’i editojmë
apo t’i ndryshojmë në bërthamën e tyre në mënyrë që të krijojmë ashtu siç dëshirojmë
ne [13].

2.8. React Js
React është një librari e JavaScript-ës e cila përdoret për të krijuar interfejsat (pamjet) e
përdoruesëve, mirëmbahet nga Facebook dhe një komunitet i zhvilluesve dhe kompanive të
cilat po ashtu edhe shtojnë edhe elemente të reja [14].
React mund të përdoret si një bazë e zhvillimit të ashtu quajturave ‘single-page or mobile
applications’ të cilat quhen në atë mënyrë sepse vetëm pjesa e të dhënave ndryshon pa pasur
nevojë të thërrasim një faqe të re. Përdoret për të marrur të dhëna në fillim të shkarkimit të
faqes, prandaj disa aplikacione që janë më komplekse në React nevojitet që të përdorin librari
për të menaxhuar gjendjen, rrugëtimin dhe interaksionin me API [14].
2.8.1. Pse duhet të përdorim React Js?
Ka shumë arsye pse duhet të përdorim React, por ne do të cekim disa nga ato:


Krijimi i një faqeje dinamike është shumë më e lehtë duke marrë parasysh që React
përdorë EcmaScript 6.



Ngrit produktivitetin dhe gjithashtu ndihmon në mirëmbajtje duke pasur parasysh
kompanitë që e zhvillojnë këtë platformë.



Siguron që të kemi një kod stabil.



Siguron një renderim të shpejtë të Virtual DOM
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Përdorë Flux dhe Redux arkitekturën e cila po ashtu mirëmbahet nga Facebook. Këto
dy të fundit ndihmojnë në rrugëtimin ose thirrjet në API dhe po ashtu rregulllimin e
komponentëve.



Ndihmon në SEO (Search Engine Optimization), për arsye se ka shumë veçori në këtë
aspekt.



Lehtë të mësohet.



React Native është shumë e mirë për zhvillimin e aplikacioneve për telefona mobil.



Ka vegla shumë të mira që i ndihmojnë zhvilluesit shumë.



Përdoret nga 500 kompanitë më të mëdha në botë si Airbnb, Tesla etj. E cila tregon
se mund të keni një karrierë shumë efikase me këtë platform [15].

2.8.2. React i bazuar në komponente
Kodi i React është ndërtuar nga entitetet që quhen komponente, këto komponente mund të
renderojnë një element specifik në DOM duke përdorur librarinë e React-it. Kur krijohet një
komponent, ne i dërgojmë variablën e njohur si “props” të cilën e kemi paraqitur në Figura
18 [14]:
ReactDOM.render(<Greeter

greeting="Hello

World!"

/>,

document.getElementById('myReactApp'));

Figura 18. Si i krijon React Komponentet

Janë dy mënyra primare se si deklarohen komponentet në React, njëra është në komponente
funksionale dhe tjetra në komponente të bazuara në klasa [14].


Komponentet funksionale deklarohen me një funksion që kthen JSX e cila është
paraqitur në Figura 19.

const Greeting = (props) => <div>Hello, {props.name}!</div>;

Figura 19. Krijimi i një div-i në React
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Komponentet e bazuara në klasa janë deklaruar duke përdorur klasat e ES6. Këto
komponente janë të njohura si “stateful” ose “mbajnë në mend gjendjen”, sepse
gjendja e tyre mund të përmbajë vlera brenda komponentave dhe mund të pasohen në
komponentët fëmijë duke përdorur props. Shembull kemi Figura 20 [14]:

class ParentComponent extends React.Component {
state = { color: 'green' };
render() { return ( <ChildComponent color={this.state.color} /> );}}

Figura 20. Krijimi i një komponente pak më të ndërlikuar

2.9 Gatsby
Gatsby është një open source kornizë e cila krijohet në teknologjitë më të reja të React dhe
GraphQL duke pasur një performancë të jashtëzakonshme, pa pasur nevojë që të jeni ekspert
në performancë [16]. Disa nga veçoritë më të reja që ka shfaqur Gatsby janë:


Shikim në kohë reale të faqes tuaj duke përdorur CMS të ndryshëm si Wordpress apo
Drupal.



Krijimin shumë të shpejtë në Cloud (ende në zhvillim)



Procesim më të shpejtë të imazheve



Përkrahje të menjëhershme nga zhvilluesit e Gatsby të cilët kthejnë edhe reporte të
performances.



Falas për krijimin e faqeve të vogla [16].

Performanca e krijuar build-in
Gatbsy po ashtu automatizon ndarjen e kodit, optimizimin e imazheve, lazy-loading, ‘prefetching resources’ që nënkupton se merr burimet e kodit më herët, dhe shumë elemente të
tjera që siguron që faqja juaj është e optimizuar si duhet dhe nuk ka nevojë për konfigurime
manuale [16]. Më poshtë kemi Figura 21, e cila paraqet se si ndahet logjika e gatsby, ku së
pari e merr të dhënat nga serveri, i krijon ne HTML/CSS/REACT dhe në fund i lansojmë ato
në cilëndo platformë. Gatsby ka një diapazon të gjerë të plugin-s ekosistemeve që na
ndihmojnë neve të krijojmë faqet që dëshirojmë me ato të dhëna që ne duam, të cilat mund
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t’i marrim nga CMS, SaaS serviset, APIs, databazave apo fajllave të ndryshëm direkt në ueb
faqe duke përdorur GraphQL [16].

Figura 221. Logjika e Gatsbyt

Figura 22 Llogoja e Gatsby

Figura 23. Logjika e Gatsby-t

Figura 24 Llogoja e Gatsby

Figura 225. Logjika e Gatsby-t

Figura 26 Llogoja e Gatsby

Figura 27. Logjika e Gatsby-t

Figura 28 Llogoja e Gatsby

Figura 229. Logjika e Gatsby-t

Figura 30 Llogoja e Gatsby
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3. DEKLARIMI I PROBLEMIT
Javascript ka bërë revolucion në mënyrën se si zhvillohet një ueb faqe apo ueb aplikacion,
duke rritur shpejtësinë e faqeve në mënyra marramendëse, kështu duke u zhvilluar çdo ditë
e më shumë janë krijuar korniza të ndryshëm si Angular, React, Vue etj. Gjë që bëri që
javascript të ketë një fushë më të gjerë të veprimit dhe varësisht kërkesave të përdoren
kornizat e caktuar.
Faqet që krijoheshin në të kaluarën (edhe pse ende shumica e faqeve krijohen në këtë mënyrë)
e gjithë faqja mirrej dhe duhet të krijohej sërish, tani me frameuorkat e js ne e kontrollojmë
se çka duhet të thirret/krijohet, ne në këtë mënyrë rrisim shumë shpejtësinë e faqeve tona
duke thirrur vetëm elemente të caktuara pa pasur nevojë të ndryshojmë faqen.
Disa nga problemet që kemi pasur me metodat e vjetra të krijimit të faqeve ishin shpejtësia,
integriteti/siguria. Çfarë mund të na ndihmojë React dhe Gatsby në këtë rast?
1. Sa ndikojnë në shpejtësi këto platforma?
2. Si na ndihmojnë në sigurinë e uebit tonë?
3. Si vizualizohen të dhënat duke përdorur këto platforma?
4. Sa lehtë krijohen pagesat/lidhja me platformat të cilat kryejnë pagesat?
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4. METODOLOGJIA
Për të realizuar këtë punim është përdorur metodologjia e krahasimit:
Së pari është dashur të studiohen konceptet e programimit të orientuar në objekte dhe atij të
orientuar në funksione për të kuptuar më mirë mënyrën se si këto ueb faqet me e-commerce
funksionojnë. Për këtë kam përdorur artikuj, libra dhe po ashtu nga vetë eksperienca ime që
kam në këtë fushë, duke marr parasysh që edhe punojë po në këtë fushë.
Pra, për të realizuar hulumtimin jam bazuar në anën teorike dhe në anën praktike.
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5. REZULTATET
5.1. Register
Në fillim normalisht do të tregojmë se si krijohet një Register Form për shfrytëzuesit të cilët
dëshirojnë të jenë në uebin tonë, për këtë mund të shfrytëzojmë ndonjë API i cili ka metodat
tona të regjistrimit në cilëndo gjuhë të caktuar qoftë Java apo qoftë .NET Core. Që react të
komunikojë me API tonë ne duhet fillimisht ta bëjmë ‘deploy’ në ndonjë prej shërbimeve që
ofrohen si p.sh. AWS (Amazon Web Services) dhe si sistem për menaxhimin e të dhënave
do ta përdorim Mongo DB.
Për të komunikuar apo për të lidhur të dhënat do të përdorim të ashtuquajturën React Redux
e cila mundëson ruajtjen, leximin dhe përditësimin e të dhënave nga komponentet e React.
Më poshtë do të fillojmë me krijimin e alert-ave për regjistrim siç janë ‘Regjistrimi u bë me
sukses’ apo ‘Regjistrimi ka dështuar, më poshtë kemi Figura 22 e cila menaxhon po këto
alerta.

import { alertConstants } from '../_constants';
export const alertActions = {
success,
error,
clear
};
function success(message) { return { type: alertConstants.SUCCESS, message };}
function error(message) { return { type: alertConstants.ERROR, message }; }
function clear() { return { type: alertConstants.CLEAR };}

Figura 22. Kodi për ‘Alerts’ në React

Figura 23 Kodi për Alerts në React

Figura 22. Kodi për ‘Alerts’ në React
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Kodi më lartë është një kod i shkruar në komponentë të React e cila fillimisht importon
konstantet tona, më pastaj ne i përdorim po ato në metodat tona. Kështu në këtë formë ne ju
çasemi metodave dhe mund të modifikojmë mesazhet që na vijnë në mënyrë që të jemi sa më
çartë në mesazhin që ne duam të përçojmë. Në Figura 23 kemi kodin për regjistrimin e
përdoruesve.

import { userConstants } from '../_constants';
import { userService } from '../_services';
import { alertActions } from './';
import { history } from '../_helpers';
export const userActions = {
register,
getAll,
};
function register(user) {
return dispatch => {
dispatch(request(user));
userService.register(user).then(
user => {
dispatch(success());
history.push('/login');
dispatch(alertActions.success('Regjistrimi u krye me sukses'));
},
error => {
dispatch(failure(error.toString()));
dispatch(alertActions.error(error.toString()));
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}
);
};
function request(user){return { type:userConstants.REGISTER_REQUEST, user}}
function success(user){return { type:userConstants.REGISTER_SUCCESS, user}}
function failure(err){return { type:userConstants.REGISTER_FAILURE, err }}
}

Figura 23. Kodi për regjistrimin e përdoruesëve

Më sipër kam treguar se si një Register Form funksionon në React, siç e kam cekur edhe kur
kemi marrur alert-at për formë, fillimisht importojmë asetet që neve na nevojiten dhe të cilat
do t’i përdorim.

Figura 24 Kodi për regjistrimin e përdoruesëve

Pjesën ‘_constants’ marrim tipin e objekteve të user-it, ‘_services’ prej të cilave marrim
Figura 23. Kodi për regjistrimin e përdoruesëve

metodat e krijimit të shfrytëzuesve apo fshirjen e tyre, ‘_alertActions’ prej të cilave marrim
mesazhet e gabimeve që kemi krijuar për formën e regjistrimit.
Figura 24 Kodi për regjistrimin e përdoruesëve

React pasi që përdoret për ‘Front End’ logjika e saj nuk ndryshon shumë nga vet logjika e
kodit në ‘Back End’, siç shihet edhe në pjesën më lartë, funksioni pranon shfrytëzuesin si
Figura 23.
për regjistrimin e përdoruesëve
hyrje në metodë dhe krijohet
me Kodi
sukses.

5.2. Login
Figura 24 Kodi për regjistrimin e përdoruesëve

Forma e ‘Login’ punon me të njejtën logjikë, më poshtë shihet se metoda e ‘login’ pranon
një ‘username’ dhe një ‘password’ ku më pastaj duke përdorur ‘helpers’ na ndihmojnë që të
Figura
23.dhënat
Kodi për
e përdoruesëve
shfaqim elemente në qoftë
se të
nukregjistrimin
janë në rregull.

Gjithashtu përmes metodës ‘get_all()’ ne marrim të gjithë shfrytëzuesit që janë të regjistruar
Figura 24 Kodi
regjistrimin
e përdoruesëve
në platformën tonë dhe shiqojmë
se nëpër
qoftë
se njëri prej
tyre është i regjistruar tek databaza

jonë. Për të qenë siguria në nivel, ne enkriptojmë fjalëkalimin në mënyrë që fjalëkalimi kur
të kalojë në rrjetë të jetë i enkriptuar, në mënyrë që të dhënat mos të ndryshohen gjatë
Figura 23. Kodi për regjistrimin e përdoruesëve

dërgimit të të dhënave. Në Figura 24 kemi kodin për kyçjen e perdoruesve.
Figura 24 Kodi për regjistrimin e përdoruesëve

Figura 23. Kodi për regjistrimin e përdoruesëve
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import { userConstants } from '../_constants';
import { userService } from '../_services';
import { alertActions } from './';
import { history } from '../_helpers';
export const userActions = {
login,
logout,
getAll,
}; function login(username, password) {
return dispatch => {
dispatch(request({ username }));
userService.login(username, password).then(
user => {
dispatch(success(user));
history.push('/');
},
error => {
dispatch(failure(error.toString()));
dispatch(alertActions.error(error.toString()));
);
};
function request(user) {return {type: userConstants.LOGIN_REQUEST, user}}
function success(user) {return {type: userConstants.LOGIN_SUCCESS, user}}
function failure(err) {return {type: userConstants.LOGIN_FAILURE, err}}
}
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function logout() {
userService.logout();
return { type: userConstants.LOGOUT };
}
function getAll() {
return dispatch => {
dispatch(request());
userService.getAll().then(
users => dispatch(success(users)),
error => dispatch(failure(error.toString()))
);
};
function request(){return {type: userConstants.GETALL_REQUEST}}
function success(users){return{type: userConstants.GETALL_SUCCESS, users}}
function failure(err){return{type: userConstants.GETALL_FAILURE, error}}
}
}

Figura 24. Kodi për kycjen e përdoruesëve

Për të ruajtur këto të dhëna dhe për të ruajtur gjendjen e ueb aplikacionit tonë, neve na duhet
të përdorim librari për të menaxhuar ato, ne në këtë rast do të përdorim ‘React Redux’.
Figura 25 Kodi për kycjen e përdoruesëve

Çka është ‘React Redux’?


Figura
Kodizyrtare
për kycjen
e përdoruesëve
‘React Redux’ është
një 24.
librari
për të
menaxhuar të dhënat dhe gjendjen e

aplikacionit tonë. Lejon që Komponentet tona të ‘React’ të lexojnë, të fshijnë, krijojnë
apo të bëjnë veprime tjera në to në mënyrë që të përditësojmë të dhënat tona. [17]
Figura 25 Kodi për kycjen e përdoruesëve

Figura 24. Kodi për kycjen e përdoruesëve

Figura 25 Kodi për kycjen e përdoruesëve
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Sigurisht, pasi që është librari ne duhet ta instalojmë atë duke përdorur npm, e cila bëhet
duke shënuar këtë komandë në ‘command shell’: npm install react-redux
‘React Redux’ na ofron <Provider/> e cila na mundëson që të kemi qasje në Redux në të
gjithë aplikacionin tonë. Në Figura 25 kemi paraqitur kodin për asjen tonë në Redux.
import React from 'react'
import ReactDOM from 'react-dom'

import { Provider } from 'react-redux'
import store from './store'

import App from './App'

const rootElement = document.getElementById('root')
ReactDOM.render(
<Provider store={store}>
<App />
</Provider>,
rootElement
)

Figura 25. Kodi për qasjen tonë në ‘Redux’ nga i gjithë aplikacioni

‘React Redux’ ofron edhe një ‘connect’ funksion i cili na mundëson lidhjen e ‘Redux’ me
25 Kodi
për qasje,
kycjen të
e përdoruesëve
komponentën e caktuar që Figura
ne duam
të kemi
cilën e kemi paraqitur në Figura 26.
import { connect } from 'react-redux'

Figura 25.
Kodi për qasjen
në ‘Redux’
nga i gjithë aplikacioni
import { increment,
decrement,
resettonë
} from
'./actionCreators'
const mapStateToProps = (state /*, ownProps*/) => {
return {

Figura 25 Kodi për kycjen e përdoruesëve

counter: state.counter
}
}

Figura 25. Kodi për qasjen tonë në ‘Redux’ nga i gjithë aplikacioni

const mapDispatchToProps = { increment, decrement, reset }

Figura 25 Kodi për kycjen e përdoruesëve
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Figura 25. Kodi për qasjen tonë në ‘Redux’ nga i gjithë aplikacioni

export default connect(
mapStateToProps,
mapDispatchToProps
)(Counter)

Figura 26. Kodi për qasjen tonë në ‘Redux’ nga një komponent i caktuar

5.3. CRUD forma për produkte

Figura 25 Kodi për kycjen e përdoruesëve

Për CRUD formën e produkteve realisht do të përdoren metodat e ngjashme sikur tek metodat
e register, më poshtë do të shtjellojmë format tona për produkte.

Figura 26. Kodi për qasjen tonë në ‘Redux’ nga një komponent i caktuar

Së pari do të krijojmë klasën e cila përmban produktet tona që do ta quajmë ProductList dhe
në të do të kemi kodin si në Figura 27:

Figura 25 Kodi për kycjen e përdoruesëve

import React from 'react';

Figura 26. Kodi për qasjen tonë në ‘Redux’ nga një komponent i caktuar

import { Table, Button } from 'react-bootstrap';

Figura 25 Kodi për kycjen e përdoruesëve
class ProductList extends React.Component {
constructor(props) {

Figura 26. Kodi për qasjen tonë në ‘Redux’ nga një komponent i caktuar

super(props);

this.state = {
error: null,

Figura 25 Kodi për kycjen e përdoruesëve

products: []
}

Figura 26. Kodi për qasjen tonë në ‘Redux’ nga një komponent i caktuar

}

Figura 25 Kodi për kycjen e përdoruesëve
componentDidMount() {
const apiUrl = 'http://localhost/woocomerce/reactapi/products';

Figura 26. Kodi për qasjen tonë në ‘Redux’ nga një komponent i caktuar
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Figura 25 Kodi për kycjen e përdoruesëve

fetch(apiUrl)
.then(res => res.json())
.then(
(result) => {
this.setState({
products: result
});
},
(error) => {
this.setState({ error });
}
)
}

render() {
const { error, products} = this.state;

if(error) {
return (
<div>Error: {error.message}</div>
)
} else {
return(
<div>
<h2>Product List</h2>
<Table>
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<thead>
<tr>
<th>#ID</th>
<th>Emri i Produktit</th>
<th>Cmimi</th>
<th>Aksioni </th>
</tr>
</thead>
<tbody>
{products.map(product => (
<tr key={product.id}>
<td>{product.id}</td>
<td>{product.product_name}</td>
<td>{product.price}</td>
<td><Button

variant="info"

onClick={()

=>

this.props.editProduct(product.id)}>Edit</Button></td>
</tr>
))}
</tbody>
</Table>
</div>
)
} } }
export default ProductList

Figura 27. Kodi për të shfaqur listën e produkteve

Më lartë shohim se si i marrim produktet, ku ne ju qasemi produkteve përmes link-ut tonë i
cili i përmban produktet tona në databazën tonë.
Figura 25 Kodi për kycjen e përdoruesëve
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Figura 27. Kodi për të shfaqur listën e produkteve

Për të shtuar një produkt ne duhet të krijojmë një klasë tjetër e cila merret specifikisht me
shtimin e produktit. Të cilën e kemi të ilustruar më poshtë në Figura 28.
class AddProduct extends React.Component {
constructor(props) {
super(props);
this.initialState = {
id: '',
productName: '',
price: '',
}
if(props.product)
this.state = props.product
else
this.state = this.initialState;

this.handleChange = this.handleChange.bind(this);
this.handleSubmit = this.handleSubmit.bind(this);
}

handleChange(event) {
const name = event.target.name;
const value = event.target.value;
this.setState({
[name]: value
})
}
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handleSubmit(event) {
event.preventDefault();
this.props.onFormSubmit(this.state);
this.setState(this.initialState);
}

render() {
let pageTitle;
if(this.state.id) {
pageTitle = <h2>Edit Product</h2>
} else {
pageTitle = <h2>Add Product</h2>
}
return(
<div>
{pageTitle}
<Row>
<Col sm={6}>
<Form onSubmit={this.handleSubmit}>
<Form.Group controlId="productName">
<Form.Label>Product Name</Form.Label>
<Form.Control
type="text"
name="productName"
value={this.state.productName}
onChange={this.handleChange}
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placeholder="Product Name"/>
</Form.Group>
<Form.Group controlId="price">
<Form.Label>Price</Form.Label>
<Form.Control
type="text"
name="price"
value={this.state.price}
onChange={this.handleChange}
placeholder="Price" />
</Form.Group>
<Form.Group>
<Form.Control type="hidden" name="id" value={this.state.id} />
<Button variant="success" type="submit">Save</Button>
</Form.Group>
</Form>
</Col>
</Row>
</div>
)
}
}export default AddProduct;

Figura 28. Kodi për të shtuar produktet

Do të fillojmë duke shpjeguar secilën metodë të punuar më lartë:


Konstruktori – Përmban
e produkteve
na vijnë nga forma jonë.
Figuravlerat
25 Kodi
për kycjen e që
përdoruesëve



‘Handle Change’ – Përmban vlerat të cilat ndryshohen në kohë reale.
Figura 28. Kodi për të shtuar produktet
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Figura 25 Kodi për kycjen e përdoruesëve



‘Handle Submit’ – Kjo metodë përmban të gjitha vlerat e shtypura të cilat ruhen në
hyrje.



‘Render’ – Kjo metodë gjeneron kodin në HMTL në mënyrë që të shtojmë produktet
tona.

Tani për t’i shfaqur këto ne do ta krijojmë një faqe e cila do t’i përmbajë të dyja. Kjo paraqitet
në Figura 29:
import ProductList from './ProductList';
import React, { Component } from ‘react’;
import ‘./App.css’;
import { Container, Button, Alert } from ‘react-bootstrap’;
import AddProduct from './AddProduct';
class App extends Component {
constructor(props) {
super(props);
this.state = {
isAddProduct: false,
error: null,
response: {},
product: {},
isEditProduct: false
}
this.onFormSubmit = this.onFormSubmit.bind(this);
}
onCreate() {
this.setState({ isAddProduct: true });
}
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onFormSubmit(data) {
let apiUrl
if(this.state.isEditProduct)
apiUrl = 'http://localhost/woocomerce/reactapi/editProduct';
else
apiUrl = 'http://localhost/woocomerce/reactapi/createProduct';
const myHeaders = new Headers();
myHeaders.append('Content-Type', 'application/json');
const options = {
method: 'POST',
body: JSON.stringify(data),
myHeaders
};
fetch(apiUrl, options)
.then(res => res.json())
.then(result => {
this.setState({
response: result,
isAddProduct: false,
isEditProduct: false
})
},
(error) => {
this.setState({ error });
}
)
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}
editProduct = productId => {
const apiUrl = 'http://localhost/woocomerce/reactapi/getProduct';
const formData = new FormData();
formData.append('productId', productId);
const options = {
method: 'POST',
body: formData
}
fetch(apiUrl, options)
.then(res => res.json())
.then(
(result) => {
this.setState({
product: result,
isEditProduct: true,
isAddProduct: true
});
},
(error) => {
this.setState({ error });
}
)
}
render() {
let productForm;
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if(this.state.isAddProduct || this.state.isEditProduct) {
productForm

=

<AddProduct

onFormSubmit={this.onFormSubmit}

product={this.state.product} />
}
return (
<div className="App">
<Container>
<h1 style={{textAlign:'center'}}>React Tutorial</h1>
{!this.state.isAddProduct

&&

<Button

variant="primary"

onClick={()

=>

this.onCreate()}>Add Product</Button>}
{this.state.response.status

===

'success'

&&

<div><br

/><Alert

variant="info">{this.state.response.message}</Alert></div>}
{!this.state.isAddProduct

&&

<ProductList

editProduct={this.editProduct}/>}
{ productForm }
{this.state.error && <div>Error: {this.state.error.message}</div>}
</Container>
</div>
);
}
} export default App;

Figura 29. Kodi për të shtuar/edituar produktet dhe për t’i shfaqur të gjitha produktet

Metodat më lartë funksionojnë si në vijim:


Figura
Kodi përvlerat
kycjeneeprodukteve
përdoruesëved
‘constructor’ – Merr
si 25
parametra
ku fillimisht janë të gjitha

negative në mënyrë që fillimisht të na shfaqin vetëm produktet.


‘onCreate’ – Kjo metodë na mundëson që të hapim dritaren e re për të krijuar

Figura 29. Kodi për të shtuar/edituar produktet dhe për t’i shfaqur të gjitha produktet

produktin tonë, siç shihet edhe në metodë e ndërron vlerën e ‘isAddProduct’ në ‘true’
në mënyrë që të na shfaqet dritarja.
Figura 25 Kodi për kycjen e përdoruesëved
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Figura 29. Kodi për të shtuar/edituar produktet dhe për t’i shfaqur të gjitha produktet



‘onFormSubmit’ – Këtu mirren të gjitha vlerat e shtypura të cilat i pranon në metodë
nga përdoruesi dhe i dërgon në linkun tonë përmes së cilit ne i ruajmë vlerat.



‘editProduct’ – Merr vlerën identifikuese ‘ID’ nga produktet, po ashtu të gjitha vlerat
e produktit dhe në fund mund t’i ndryshojmë ato vlera.

5.4. Lidhja për pagesa
Për kryerjen e pagesave ne do të përdorim ‘Stripe Payments’ për arsye se është shumë e
sigurtë, e lehtë për t’u integruar, për t’u përdorur dhe po ashtu është softuer i besueshëm në
kuptimin që e përditësojnë vazhdimisht dhe përkrahë shumë platforma. Mënyra se si ne do
të integrojmë do të jetë shumë e thjeshtë fillimisht do ta instalojmë me një komandë të caktuar
në react, dhe pastaj me anë të dokumentimit të stripe do të e implementojmë.
Instalimi i stripe bëhet përmes komandës ‘npm install –save @stripe/react-stripe.js
@stripe/stripe-js’. [18] Më poshtë në Figura 30 kemi paraqitur kodin për të gjeneruar Stripe.
import {Elements} from '@stripe/react-stripe-js';
import {loadStripe} from '@stripe/stripe-js';
// Make sure to call `loadStripe` outside of a component’s render to avoid
const stripePromise = loadStripe('pk_test_JJ1eMdKN0Hp4UFJ6kWXWO4ix00jtXzq5XG');
const App = () => {
return (
<Elements stripe={stripePromise}>
<MyCheckoutForm />
</Elements>
);
};

Figura 30. Kodi për të integruar ‘Stripe’ në ‘React’

Figura 25 Kodi për kycjen e përdoruesëved

Figura 30. Kodi për të integruar ‘Stripe’ në ‘React’
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Figura 30. Kodi për të integruar ‘Stripe’ në ‘React’
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Që në fund do të dukej si Figura 31:

Figura 31. Si do të dukej forma për transfere të parave

UI Ui
Figura 25 Kodi për kycjen e përdoruesëved
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UI Ui
Figura 25 Kodi për kycjen e përdoruesëved

6. DISKUTIME DHE PËRFUNDIME
Si përfundim ne mund të themi se libraritë janë të reja si ‘React’ dhe ‘Gatsby’ kanë komunitet
të gjerë, janë shumë më të favorshme dhe më të mira se .NET Web Forms apo platformat e
tjera më të vjetra për platformën e uebit. Disa nga arsyet pse këto librari janë më të shpejta
mund të themi se janë:


‘React’ është e bazuar në ES6 e cila automatikisht e rrit shpejtësinë dukshëm ndaj
platformave të tjera.



‘Gatsby’ po ashtu është i bazuar në react gjë që lehtëson punën e zhvilluesve
shumë.



Libraritë janë të reja dhe kanë komunitet gjerë.



Kodi është shumë më i strukturuar dhe libraritë janë ‘open source’.

Po ashtu, duke qenë se këto librari janë ‘single-page applications’ për përdoruesit, klientin
apo kë do që viziton ueb faqen jep një eksperiencë shumë të mahnitshme, gjë që bën
përdoruesit të kthehen prap te ajo faqe e caktuar.
Dallimi më i madh që frameourkat/libraritë e reja e kanë me sistemet e vjetra për ueb faqe
janë se të dhënat e faqeve/elementet apo çfarëdo që ka në to (përveç fotove).
Përpunohen ne pajisjet e përdoruesit dhe duke marrë parasyshë se tani paisjet tona janë shumë
më të fuqishme se kohë më parë, ne po mundemi t’i përpunojmë shumë më lehtë dhe shpejtë.
Kjo gjë po ashtu ndihmon edhe anën e zhvilluesve të cilët tani nuk kanë nevojë të kujdesen
edhe për madhësinë e projektit pasi që projekti do të jetë shumë i vogël dhe në anën e vetë
përdoruesve të cilët do të jenë shumë të kënaqur me sistemet e krijuara.
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