Abstract. We study obfuscation of point functions with multibit output and other related functions. A point function with multibit output returns a string on a single input point and zero everywhere else. We provide a construction that obfuscates these functions. The construction is generic in the sense that it can use any perfectly one-way (POW) function or obfuscator for point functions. Analyzing this construction reveals gaps in the definition of obfuscation, specifically, that it does not guarantee security even under self-composition, a property needed in our analysis. Thus, we use obfuscation secure under composition. In particular, we show that composable obfuscation of multibit point functions exists if and only if composable obfuscation of point functions exists. Moreover, we show that this construction is secure based on statistically indistinguishable POW functions. However, if we relax the assumption to computational indistinguishability, then the construction satisfies a weaker notion of obfuscation. Finally, the same technique can be used to obfuscate set-membership predicates and functions, for polynomial-size sets.
Introduction
One of the major problems in cryptography is obfuscation [2] . Informally, an obfuscator is a compiler that converts a program into another one, called the obfuscated program or code, that has a similar functionality but satisfies certain secrecy requirements. Informally, the secrecy requirement stipulates that whatever "useful" information the obfuscated code reveals is learnable from the program's input/output behavior. In other words, an obfuscated program should not reveal anything useful beyond executing it. This requirement is formalized by Barak et al. [2] through a simulation-based definition called the virtual-blackbox property. The virtual-blackbox property says that every adversary has a corresponding simulator that emulates the output of the adversary given oracle (i.e., blackbox) access to the same functionality being obfuscated.
In the same work, Barak et al. provide impossibility results regarding general obfuscation, even when the output of the adversary is restricted to predicates. In other words, it is shown that there are certain functionalities and corresponding predicates Work supported by NSF grant #0331548.
where these predicates are learnable from any program implementing the functionalities but not so given blackbox access to them. In light of this general negative result, we are forced to study obfuscation of restricted classes of functions if we wish to adopt the definition of [2] . Here, we follow this line of work. In particular, we build on the previous work on point function obfuscation [4, 5, 12, 11] towards obfuscating slightly more complex functions, namely point functions with multibit output. Moreover, we show that obfuscation of point functions are not necessarily secure under composition, a property needed in our analysis. We next go into a more detailed exposition of our work.
Obfuscation of point functions with multibit output.
A point function returns 1 on a single input and 0 everywhere else. Formally, F x (y) = 1 if y = x and 0 otherwise. A point function with multibit output generalizes point functions in that it outputs on a single input a long string instead of 1. Formally, F x,y (z) = y if z = x, and 0 otherwise. Obfuscation of such functions has a useful application as a digital locker. A digital locker is a strong form of symmetric encryption where secrecy holds even when the secret key is not uniform but has high entropy. Real life applications include passwordbased encryption where the human-generated password may be relatively strong but nonuniform. For instance, Firefox has a password manager that acts as a digital locker [1] . The password manager locks website credentials using a master password chosen by the user. Then, the user has to provide this password in order to unlock the content. Obfuscation of point functions with multibit output can be used to realize digital lockers as follows: to encrypt a message m using a key k, simply output the obfuscation of F k,m . The virtual-blackbox property guarantees the secrecy of the message if the key has superlogarithmic min-entropy because the simulator has a negligible chance in guessing the key and consequently, compromising m.
Even though obfuscation of point functions with multibit output is known in the Random Oracle Model [11] , it is not known in the standard model except when the function is drawn from a uniform distribution (specifically, when x in F x,y is uniform) [7] or when the output length of the function is short (specifically, when |y| = O(log|x|)) [12] . Moreover, even though we provide in Section 3.2 a construction similar to the one in [11] that works for well-spread distributions on this class of functions, it is not clear how to make the RO construction in [11] work in the standard model for any distribution.
We provide a transformation from point function obfuscators to obfuscators of point functions with multibit output. The idea is simple. The obfuscation of multibit point functions consists of some number of copies of obfuscated point functions. These copies have the property that the first and the ith copy correspond to an obfuscation of the same point function if and only if the ith bit in the multibit output is 1. In more detail, let F a,b be the multibit point function to be obfuscated, t = |b|, and O(F a , r) be the obfuscation of the point function, F a , using randomness r. Then, the obfuscation of F a,b consists of O(F a , r 0 ), O(x 1 , r 1 ), ..., O(x t , r t ), where x i is F a if b i = 1 and x i is a uniformly chosen point function otherwise. To recover b given the correct a and this obfuscation, first verify that O(F a , r 0 )(a) = 1, then b = O(x 1 , r 1 )(a), ..., O(x t , r t )(a).
On composing obfuscation. The construction described above is very simple and modular, and one expects that its proof be likewise. However, it turns out that this is not the case. To prove the security of the above transformation, we face an issue. Observe that our construction is composed of a concatenation of t + 1 obfuscated point functions. Thus, in order for our construction to be secure, the original obfuscation has to remain secure under composition. However, we show that the current definition of obfuscation does not guarantee composition. This is also the case even for composing multiple obfuscated copies of the same function. Interestingly, the statement still holds even if we consider obfuscation secure in the presence of auxiliary information. We emphasize that this is a fundamental point about the definition of obfuscation that is of independent interest.
In more detail, we show that there exists an obfuscation of point functions that reveals the input when it is self-composed. Specifically, we show an obfuscator, O, such that for any x, it is possible to recover x from O(F x , r 1 ), ..., O(F x , r nlog(n) ), where n = |x|.
Moreover, similar results holds for POW functions and POW functions secure with auxiliary information [4, 5] . At a high level, a POW function can be thought of as an obfuscation of point function. However, POW definitions vary depending on the secrecy requirement. There are two types of secrecy requirement: semantic perfect one-wayness which closely resembles point function obfuscation, and indistinguishable perfect onewayness, which is stronger than obfuscation. Informally, indistinguishable perfect onewayness says that hashes of the same input are indistinguishable from hashes of random inputs. We refer the reader to Appendix A for more detail.
In light of these negative results, we analyze the above construction using, as the underlying primitive, three different forms of composable obfuscation of point functions. First, if the underlying primitive is a composable obfuscation of point functions (as in simply-composable obfuscation of [11] ), then this construction is a composable obfuscation of multibit point functions. This is actually a characterization: composable obfuscation of point functions exists if and only if that of point functions with multibit output exists. Second, we show that our construction is an obfuscation of multibit point functions if the underlying primitive is a statistically indistinguishable POW function. 3 Third, if the primitive is a computationally indistinguishable POW function, then the construction is an obfuscation provided that y in F x,y , is "independent" of x.
Finally, we show how to generalize this construction to obfuscate set-membership predicates and functions for polynomial-sized sets. A set-membership predicate outputs 1 if the input belongs to the set and 0 otherwise, while a set-membership function outputs a string, y i , if the input matches a set member, x i , and 0 otherwise.
Related Work
Obfuscating Point Functions in the Random Oracle Model. Lynn et al. [11] , inspired by the password-hiding scheme in Unix that stores a hash of the password instead of the password itself, propose a similar obfuscation of point functions in the random oracle model. In this model, an obfuscator, O, has oracle access to a truly random function, R. In order to construct an obfuscation of a point function, F x , O queries R on x to get z = R(x) and then stores z in the obfuscated code, O(F x ). O(F x ) also contains preprocessing code which on input y returns 1 if and only if R(y) = z.
It is easy to see that O(F x ) and F x have approximate functionality (they have the same functionality almost always). Intuitively, O(F x ) is an obfuscation of F x because R's answers on queries are completely independent and random. So, storing R(x) does not reveal any information about x, but it allows verification of a guess, which is also achievable via oracle access to F x . Also, Lynn et al. [11] generalize this construction to obfuscate multibit output point functions and set-membership predicates and functions in the random oracle model. To obfuscate a multibit point function, F x,y , choose a random r, and output r, R 1 (x, r), R 2 (x, r) ⊕ y, where R 1 and R 2 denote the first and second half of the bits of R(.). This construction is secure under composition (as in Definition 2 or the simplycomposable definition of [11] ).
Obfuscating Point Functions in the standard model. Perfectly one-way (POW) functions [4] can be used to obfuscate a point function F x by replacing the random oracle in [11] with a POW function, H. Here, instead of storing R(x), we store H(x) in the obfuscated code and use the verifier for H to determine if H(x) is a valid hash of the input.
Canetti [4] constructs a POW hash function based on a strong version of the DiffieHellman assumption. In particular, it assumes that the Diffie-Hellman assumption holds not only against uniform distributions but also with respect to any well-spread distribution. Moreover, Wee [12] shows how to obfuscate point functions and point functions with logarithmic output based on a strong one-way permutation assumption. Specifically, the assumption is that any polynomial-time machine can invert the permutation on at most a polynomial number of points. The two constructions mentioned so far use a weaker notion of obfuscation than the one in [2] . Specifically, the simulator in [4, 12] depends on the simulation-error gap between the adversary and the simulator. (see Definition 1 for more detail).
Canetti et al. [5] provide two constructions of POW functions based on standard computational assumptions (in particular, based on either claw-free permutations or one-way permutations). The simulator for these constructions does not depend on the gap. However, the input distribution is assumed to have high min-entropy (n ). Moreover, Futoransky et al. [7] show how to obfuscate point functions and point functions with multibit output based on standard assumption. However, the input distribution is assumed to be uniform. Finally, Hofheinz et al. [10] obfuscate point functions deterministically. However, the secrecy requirement does not guarantee no information leakage, rather that it is hard to recover the input in its entirety. This obfuscation is self-composable because the obfuscator is deterministic. However, it is not composable according to our notion. In particular, different obfuscated point functions can not be securely composed.
Let X n denote a probability distribution on {0, 1} n and U n the uniform distribution on {0, 1} n . Then, X = {X n } n∈N is called a distribution ensemble (distribution for short). A distribution is called well-spread if it has superlogarithmic min-entropy, i.e., max k P r[X n = k] is a negligible function in n. Moreover, a ← D n means that a is chosen from {0, 1} n according to distribution D n . Finally, denote by ∆(X n , Y n ) the statistical difference between the two distributions X n and Y n over {0, 1}
n . Formally,
A probabilistic function family is a set of probabilistic functions having common input and output domains. Formally, we denote by K n the key space that describes the functions in the set, by R n the randomness domain, by I n the input domain, and by O n the output range. Then, H n = {H k } k∈Kn is a function family with key space K n and randomness domain R n if, for all k ∈ K n , H k : I n × R n → O n . A probabilistic function family has public randomness if the random input is revealed in the output; for all k, H k (x, r) = r, H k (x, r) for some deterministic function H k . A family ensemble is a collection of function families, i.e., H = {H n } n∈N . In this paper, we deal only with polynomial-time (in n) computable function families and family ensembles.
Let PPT denote any probabilistic polynomial-time Turing machine, and nonuniform PPT any probabilistic polynomial-sized circuit family. A PPT (respectively nonuniform PPT) A with oracle access to O is denoted by A O . A function, µ, is called negligible if it decreases faster than any inverse polynomial. Formally, it is negligible if, for any polynomial p, there exists an N p such that, for all n ≥ N p : µ(n) < 1 p(n) . In this work, we reserve µ to denote negligible functions. An uninvertible function, f , is an efficiently computable function that is hard to invert with respect to a well-spread distribution. Formally, if X n is a well-spread distribution, then for any PPT, A, P r[x ← X n , A(f (x)) = x] < µ(n).
A point function, F x : {0, 1} n → {0, 1}, outputs 1 if and only if its input matches x, i.e., F x (y) = 1 iff y = x. A point function with multibit output, F x,y : {0, 1} n → {y, 0}, outputs y if and only if its input matches x, i.e., F x,y (z) = y iff z = x. A set-membership predicate, F S={x1,...,xt} : {0, 1} n → {0, 1}, outputs 1 if and only if its input is in S. Here, S is assumed to have at most polynomially many elements. A set-membership function, F (x1,y1),...,(xt,yt) : {0, 1} n → {y 1 , ..., y t , 0} outputs y i if and only if the input matches x i .
Obfuscation
We adopt the definition of obfuscation used in [4, 12] because obfuscation of point functions is known for this notion only (if the distribution on this class of functions is not restricted). This definition is weaker than the one in [2] because the size of the simulator is allowed to depend on the quality of the simulation. Formally, 
Definition 1 (Obfuscation
.
Obfuscating Point Functions with Multibit Output
We show how to obfuscate point functions with multibit output as well as set-membership predicates and functions for polynomial-sized sets. Because the constructions and proofs for obfuscating set-membership predicates and functions are similar to that for multibit output point function, we focus on the latter. We comment on the former in Section 3.1. We use obfuscated point functions as building blocks in obfuscating point functions with multibit output. The idea is simple. To obfuscate F x,y , we encode y bit-by-bit using an obfuscator for F x . Specifically, if the ith bit of y is 1, it is encoded as an obfuscation of F x , otherwise, it is encoded as an obfuscation of an independent and uniform point function. In more detail, let H be a randomized obfuscator for point functions. Then the obfuscation contains H(F x , r), H(F x1 , r 1 ), ...,H(F xt , r t ), where t = |y| and x i = x if the ith bit in y is 1, otherwise, x i is uniform. The first obfuscated point functions always corresponds to x, and is used to check whether the input is actually x. Now, y can be recovered given z = x. First, check that H(F x , r)(z) = 1. If so, for every i,
Formally, we present an obfuscator, O, for the class of multibit output point functions, F. O, on input F x,y , where y has length t, selects r 1 , ..., r t+1 from R n , the randomness domain of the point function obfuscator, H. It then computes H(F x , r 1 ). It also computes H(F x , r i+1 ) if the y i = 1 and H(z i+1 , r i+1 ) otherwise, where z i+1 is uniform. Let u x = u 1 , ..., u t+1 be the sequence of obfuscated functions just computed. Then O outputs the following obfuscation, O(F x,y ), with u x stored in it. Analysis. This construction is simple and modular. It is possible to replace H by any relative of point function obfuscation such as POW functions (see Appendix A) and analyze the security of the construction based on the security of the underlying primitive. We would like to prove that our construction is secure based on the simple assumption that the underlying primitive is an obfuscation of point functions. However, as we show in Section 4, this is not possible. This is so because the definition of obfuscation does not guarantee even self-composition. Thus, if we use such a primitive, this construction becomes provably insecure. We investigate the secrecy of this construction based on three underlying primitives with different composition properties. In the first case, we consider the notion of composable obfuscation (as in Definition 2, also known as simply-composable obfuscation in [11] ). We show a characterization that composable point function obfuscation exists if and only if composable multibit point function obfuscation exists. In the second case, we show that if H is a statistically indistinguishable POW function, then our construction is secure. Finally, if H is a computationally indistinguishable POW then this construction satisfies a weaker form of obfuscation where y, in F x,y , has to be independent of x.
Analysis based on composable obfuscation. In this work, composable obfuscation refers to the fact that concatenating any sequence of obfuscated functions, where the functions are taken from the same class, constitutes an obfuscation for that sequence of functions. This form of composition, also known as simply-composable obfuscation in [11] , should not be confused with self-composition which means that concatenating a sequence of obfuscated functions, where these functions are identical, does not compromise secrecy. there is a nonuniform PPT, S, such that for any functions F 1 , ..., F t(n) ∈ F (n is a security parameters, e.g., n = |F 1 | = ... = |F t(n) |) and sufficiently large n:
If O is a t-composable obfuscator for F for any polynomial t, then it is called a composable obfuscator.
If H satisfies (t + 1)-composable obfuscation for some t, then our construction can be shown to be an obfuscation of multibit point function with output length t. Approximate functionality and polynomial slowdown follow from the corresponding properties on H. By the virtual black-box property on H, the output of
, where x i = F x if y i = 1 and x i is uniform otherwise. Moreover, oracle access to F x , F x1 , ..., F x t(n) can be simulated with oracle access to F x,y : If S queries any of its oracle on a point z such that F x,y (z) = 0, then answer 0 (this may incur a negligible simulation error only), otherwise, z = x so y can be fully recovered. Thus, this construction satisfies the virtual black-box property.
Observe that our construction is a composable obfuscation of multibit point functions with the appropriate parameters. Specifically, if the output length of the multibit point function is restricted to at most t, then this construction is a t -composable obfuscation if H is (t + 1)t -composable. In addition, it is easy to see that the existence of a t-composable obfuscation of multibit point functions implies a t-composable obfuscation of point functions. Formally, we have the following characterization.
Theorem 1. Composable obfuscators of point functions with multibit output exist if and only if composable obfuscators of point functions exist. Specifically, if a point function obfuscator, H, is (t + 1)t -composable (as in Definition 2) then the above construction is a t -composable obfuscation of multibit point functions with output length t. On the other hand, a t-composable obfuscation of multibit point functions implies a t-composable obfuscation of point functions.
Analysis based on statistical indistinguishability. Suppose G is a statistically indistinguishable POW family ensemble (see Appendix A for the formal definition). We can replace H by G in the above construction. Specifically, the obfuscator, O, samples a key, k, for G and replaces H(x, .)(a) with V (a, G k (x, .)), where V is the verification algorithm for G. This results in an obfuscation of point function with multibit output except with computational approximate functionality [12] , i.e, no adversary can efficiently find a point on which the original function differs from the obfuscated one. This relaxation to approximate functionality is necessary when using statistical POW functions because they can not be statistically collision resistant. On the other hand, we argue that the result satisfies the virtual-blackbox property. Informally, from the fact that G is a statistical POW function we can conclude that an obfuscation of F x,y , where x is taken from a well-spread distribution and y is arbitrary, is statistically close to a sequence of hashes of random inputs. It follows that for all but polynomially many x, an obfuscation of F x,y is indistinguishable from random hashes. Consequently, we get a simulator that runs the adversary on random hashes unless x is taken from that polynomial set, in which case the simulator can recover y and run the adversary on an obfuscation of F x,y . Formally,
Theorem 2. Let G be a statistically (t + 1)-indistinguishable POW function (as in Definition 5). Then, the above construction is an obfuscation of point functions with multibit output length t (as in Definition 1).
Proof (Sketch). Polynomial slowdown follows immediately from the fact that G has a polynomial output length. Also, by public verification and collision resistance of POW functions (definition 3), it follows that O satisfies computational approximate functionality.
Virtual black-box property. Recall, the definition of statistical indistinguishability says that for any well-spread distribution, X:
is negligible, where each distribution R i n (respectively, U i n ) is the same as R n (respectively, U n ).
Using the fact that for any function, λ, ∆(λ(X), λ(Y )) ≤ ∆(X, Y ), we have for any distribution,XY on (x, y), where the corresponding distribution on x is well-spread:
is negligible. (We assume without loss of generality that O(F x,y ) consists only of the t + 1 G-hashes.) Using the same technique from the proof of Theorem 4 in [4] , it can be shown that O(F x,y ) is indistinguishable from G-hashes of uniform strings on all but a polynomial number of x. That is, for any nonuniform PPT, A, and any polynomial, p, there exists a polynomial size family of sets, {L n }, such that for sufficiently large n, and x / ∈ L n and any y:
(2) Intuitively, this is true because otherwise there is a super-polynomial number of of values for x (with a corresponding value for y), on which A can distinguish O(F x,y ) from hashes of random strings. By defining a well-spread distribution, e.g., a uniform distribution, on this superpolynomial number of values for x, A violates (1). Now, for any nonuniform PPT, A, and a polynomial, p, we construct a nonuniform PPT, S that simulates A. S receives the polynomial size set, L n , as an advice string. It checks if the oracle, F x,y , responds with the nonzero value, y, to any element in the set, L n . If so, then S can compute O(F x,y ) and simulate A on it. Otherwise, x is not in L n , so S runs A on hashes of random inputs. By (2), this is close to a true simulation. For more detail, we refer the reader to the proof of Theorem 4 in [4] .
Analysis based on computational indistinguishability. We would like to weaken the assumption in Theorem 2 to computational indistinguishability. However, it is not clear how to use computational indistinguishability, i.e., G k (x, r 1 ), ..., G k (x, r t+1 ) is computationally indistinguishable from hashes of uniform, to conclude that O(F x,y ) is indistinguishable from hashes of random inputs. It seems that the problem lies in the potential dependence of y on x, e.g., y may be equal to x. This is not a problem in the statistical case because we can use the fact that statistical difference does not increase by applying the same function on both distributions. In the computational setting, if we use the traditional blackbox reduction, we need to construct O(F x,y ) from hashes of x and then run A on it. However, it is not clear how to do this if y = x. On the other hand, suppose y is independent of x, e.g., y is taken independently from a uniform distribution. Then, for some y, it is possible to compute O(F x,y ) given hashes of x, G k (x, r 1 ), ..., G k (x, r t+1 ), by replacing G k (x, r i ) with a hash of a random string if and only if the ith bit of y is 0. Thus, we know that computational indistinguishability gives us a weaker notion of obfuscation where the simulator depends on the distribution on y. Whether computational indistinguishability gives us the standard virtual-blackbox property remains unknown. Nevertheless, this weak obfuscation can be used as a digital locker as described in the introduction. The caveat is that the message being encrypted should be independent of the encryption key. This is the case if, for instance, the message is chosen without knowledge of the key.
Formally, the virtual black-box property becomes: for any nonuniform PPT A, any polynomial p, and any (efficiently samplable) distribution Y, there exists a nonuniform PPT S such that for any x and sufficiently large n:
Finally, we remark that this construction has either approximate or computational approximate functionality depending on whether the POW function satisfies statistical or computational collision resistance. Formally, we have the following theorem whose proof is similar to that for Theorem 2 and is not recreated here.
Theorem 3. If G is a computationally (t+1)-indistinguishable POW function, then the above construction is a weak obfuscation of point function with output length t, where the virtual-blackbox property is as in (3).

Obfuscating Set-membership Predicates and Functions
To obfuscate a set-membership predicate, simply obfuscate the point functions on every element in the set (this is feasible because the set has a polynomial size), and then store all the obfuscated functions in a randomly permuted order. To determine whether a particular input is in the set, we only need to check whether any of the obfuscated functions outputs 1 on this input. It can be shown that composable obfuscation of point functions exists if and only if this construction is an obfuscation of set-membership predicate. Moreover, to obfuscate a set-membership function, F (x1,y1),...,(xt,yt) , we only need to run the obfuscator for the multibit output point function on each F xi,yi , and then store these obfuscated functions in a randomly permuted order. Again, composable obfuscation of point functions is a necessary and sufficient condition for the security of this construction.
A More Efficient Obfuscation of Multibit Point Functions for Well-spread Distributions
It is interesting to note that if we restrict our attention to well-spread distributions on x for the multibit point function, F x,y , then we have a more efficient construction, similar to the one in the RO model [11] . Specifically, let G be a POW function with public randomness. To obfuscate F x,y , select r 1 and r 2 uniformly from the randomness domain of G and output H(x, r 1 ), r 2 , z, where G k (x, r 2 ) = (r 2 , v0 and z = y ⊕ v 4 . To recover y from (a, b, c) and x , first check that V (x , a) = 1, if so, then return
Even though this construction is more efficient than the first one, it suffers from three problems. First, in order to completely hide y, it is not sufficient that G be indistinguishable as in Definition 6 rather its output has to be indistinguishable from uniform. If, for example, the first bit of the hash is always 0, then the first bit of y is revealed. Second, for the proof to go through, we need to assume that G is statistically indistinguishable from uniform because y may depend on x. The third and more important problem is that it is not clear how to generalize this construction to work for any distribution. In particular, it seems that G has to behave as a random oracle. In other words, for any x, it should be the case that (G k (x, r 1 ), r 2 , G k (x, r 2 )) should look pseudorandom, unless the adversary guesses x.
On Composable Obfuscation of Point Functions
In Section 3, we provided a transformation from an obfuscation of a point function to an obfuscation of a point function with multibit output. This transformation requires an essential property on the given obfuscation, specifically, composition. In other words, our construction assumes that we have an obfuscation of a point function such that security is not compromised when multiple obfuscated functions are given. Notably, Theorems 1, 2, and 3 all assume that H satisfies some form of composable security. Since the obfuscator is probabilistic, composable security is nontrivial. In this section, we address this question. Specifically, does the basic definition of obfuscation imply composition? From a different angle, Canetti et. al. [5] ask if semantic perfect onewayness implies indistinguishable perfect one-wayness or if t-indistinguishable POW functions are t + 1-indistinguishable. We answer these questions negatively: such primitives are not necessarily secure even under self-composition 5 . In more detail, we show that weak c-indistinguishable POW functions (where the probability is taken over the choices of the seed as well, [5] ) are not necessarily c + 1-indistinguishable for any constant c. We also show that POW functions, POW functions with auxiliary input, and obfuscation of point functions do not imply composition. Specifically, 1-indistinguishable POW functions and obfuscation of point functions are not necessarily secure for a polynomial number of copies. Moreover, even though 1-indistinguishable POW functions with auxiliary input is also c-indistinguishable for any constant c, it is not necessarily t-indistinguishable with auxiliary input for a polylogarithmic t.
In Section 4.1, we show a tight impossibility result for weak POW functions. Specifically, we show that for any constant c, weak c-indistinguishable POW functions are not weakly c + 1-indistinguishable. We also show that if t is polynomial, then weak t-indistinguishable POW functions are not weakly n(t + 1) 2 -indistinguishable. In Section 4.2, we prove that sematic POW functions, 1-indistinguishable POW functions, and point function obfuscation are not secure if composed roughly nlog(n) times. Moreover, if we consider the same functions with respect to auxiliary information, then we have a tighter result where they are not secure with respect to auxiliary information if composed superlogarithmically-many times.
Weak POW functions Are Not Self-composable in General
A weak POW functions deviates from Definition 6 in that the probability is taken over the choices of the function key, k, as well. Here, we show that a weak c-indistinguishable POW function with respect to the uniform distribution may not be c + 1 indistinguishable for any constant c. The idea is simple: we take any weak 3c-indistinguishable POW function and convert it into a new function that is c-indistinguishable but the output contains shares of the input such that it is easy to compute the input from c + 1 hashes. Informally, we add c uniform strings to the original seed and make sure that a hash of the input using any one of those c strings appears in the output with probability 1 c+1 . Also, with the same probability the exclusive-or of the input and all the aforementioned hashes appears in the output. Therefore, if the output of the function contains all c hashes and the exclusive-or of these hashes with the input, then it is easy to recover the input.
Formally, let H be any (possibly weak) 3c-indistinguishable POW function with key space, K n , and public randomness. We also assume that H is also 3c-indistinguishable from uniform. Define a new family ensemble, G, with a key space (K n , R n , ..., R n c ), an input domain ({0, 1}
n , {0, 1} n ), and randomness domain (R n , {0, 1} logc ), as follows:
Now, observe that it is easy to recover x 2 from G k,u1,...,uc ((x 1 , x 2 ), (r 0 1 , 0)), ..., G k,u1,...,uc ((x 1 , x 2 ), (r c 1 , c)). Thus, G is not (c + 1)-indistinguishable because c + 1 randomly-chosen hashes of (x 1 , x 2 ) have distinct r 2 (i.e., match the aforementioned hashes) with probability (c+1)! (c+1) c+1 . On the other hand, we argue that G is a weak cindistinguishable POW function with respect to the uniform distribution . First, completeness and collision resistance follow from that on H. Second,
by the 3c-indistinguishability property on H, where u 1 , ..., u c are uniform and independent strings. Moreover, by the 3c-indistinguishability from uniform, we have
Moreover, this result can be generalized to any polynomial t. If H is 3t-indistinguishable from uniform, then G is a weak t-indistinguishable POW function with respect to the uniform distribution. On the other hand, G is not n(t + 1)
2 -indistinguishable with respect to the uniform distribution. This is because all the (t + 1) "shares" appear in n(t + 1) 2 hashes with overwhelming probability. This result is stated formally in the following theorem.
Theorem 4.
Let H be any weak POW function that is 3t-indistinguishable from uniform and has public randomness. Then for any constant c ≤ t, there exist weak POW functions that are c-indistinguishable (respectively, t-indistinguishable) with respect to the uniform distribution but not c + 1-indistinguishable (respectively, n(t + 1)
2 -indistinguishable) with respect to the uniform distribution.
Both Point Function Obfuscation and POW Functions Are Not Self-composable in General
We show that POW functions, POW functions with auxiliary input, obfuscation of point functions, and obfuscation of point functions with auxiliary input are not generally selfcomposable. Also, we observe that the obfuscation of point functions in [12] is not selfcomposable as well. The idea is simple, we start with a POW function and append to its output a hardcore bit, specifically the inner product between the input and a random string. This hardcore bit does not compromise security of a single hash. However, the function becomes completely insecure for polynomially many hashes as the input can be recovered with high probability by solving a linear system of equations. We present the proof for the case of POW functions with auxiliary input only as the proofs for the other cases follow similar lines. Let H be a POW function that is 1-indistinguishable with auxiliary input. Define a new family ensemble, G, such that
where x, r 2 is the inner product of x and r 2 mod 2. We argue that G is 1-indistinguishable with auxiliary input. First, completeness and collision resistance follow from that on H. Moreover, for any uninvertible function F , F (x), H(x, r 1 ), r 2 is one-way in x because H is 1-indistinguishable with auxiliary input. Therefore, by Goldreich-Levin theorem [8] , we have:
F (x), r 2 , H(x, r 1 ), x, r 2 is indistinguishable from F (x), r 2 , H(x, r 1 ), b, where b is uniform.
By 1-indistinguishability with auxiliary input on H: F (x), r 2 , H(x, r 1 ), b, is indistinguishable from F (x), r 2 , H(U n , r 1 ), b.
On the other hand, G is not polylogarithmically indistinguishable with auxiliary input. To see that, let F be a function that outputs the last n − ω(1)log(n) bits of its input. Then, F is uninvertible with respect to the uniform distribution. However, we argue that given F (x) and a polylogarithmic number of hashes, x can be recovered completely by solving a system of linear equations. Formally, Lemma 1. For any two constants c and , there exists a t which is polylogarithmic in n (specifically, t = ω(1)log(n)log ω(1)log(n) −ln( 1 n c + )
) and a PPT, A, such that for any k ∈ K n : P r[x ← U n , r 1 , ..., r t ← R G n , ..., R G n , A (F (x), G k (x, r 1 ) , ..., G k (x, r t ))] ≥ 1 n c , where R G n is the randomness domain for G k .
Proof. Let A be a PPT that ignores all H hashes (H k (x, .) ) but plugins the values of the last n − ω(1)log(n) bits of x in the system of linear equations:
x, r We show that by solving this system we can recover x with probability 1 n c . Given the last n − ω(1)log(n) bits of x revealed by F , we can recover x from ω(1)log(n) linearly independent equations on the first ω(1)log(n) bits. Thus, in the rest of the proof we show that we have this many linearly independent equations in t uniformly chosen equations with probability 1 n c . First, observe that a uniform and independent r is linearly independent from ω(1)log(n) − 1 or less equations with probability at least 1 2 . Consequently, the probability that t equations contain ω(1)log(n) linearly independent equations is at least: Using the same construction, G, and a similar analysis, one can show that 1-indistinguishable POW functions (respectively obfuscation of point functions) are not necessarily t-indistinguishable (respectively, secure under t-self-composition), where t = nlog n −ln( 1 n c + )
. As a concrete example, the same analysis can be used to show that the obfuscation of point function in [12] is not secure when composing t obfuscated copies of the same point function.
The previous results can be stated formally as follows. .
