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Abstrakt
Tato práce se zabývá způsoby zpracování grafické informace s ohledem na využití v rýsovací aplikaci 
Dále  definuje  předpisy  platné  pro  práci  s  geometrickými  primitivy  v  rovině.  Druhá  část  práce 
obsahuje návrch a implementaci virtuální rýsovací plochy pro potřeby středních a základních škol. 
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Abstract
This thesis deals with graphic information processing methods in relation to drawing application. It 
also defines theorems for geometric primitives operations on plane. The second part includes analysis 
and implementation of vitrual blackboard for usage at elementary and hight schools.    
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1 Úvod
Cílem této práce je seznámení se s možnostmi uchovávání a zobrazování geometrických útvarů a s 
principy  určování  vzájemné  polohy  těchto  útvarů.  Dále  také  návrh  a  implementace  výukového 
softwaru, který by s ohledem na povahu současného školství mohl najít uplatnění ve výuce. 
Úvodní kapitola teoretické části této práce prezentuje můj pohled na situaci v našem školství 
na úrovni středních a základních škol. A nabízí další možný vývoj v této oblasti.
Další  část  práce  se  zabývá  základními  principy  práce  s  grafickou  informací.  Porovnává 
výhody  a  nevýhody  rastrového  a  vektorového  přístupu,  s  ohledem  na  použití  při  práci  s 
geometrickými primitivy.
Závěr teoretické části pak shrnuje nejdůležitější fakta z oblasti analytické geometrie, nezbytné 
pro korektní práci s geometrickými útvary. 
Praktická  část  se  na  úvod  zabývá  analýzou a  návrhem systému  pro  rýsování  základních 
geometrických útvarů. Definuje základní povahu a funkčnost aplikace.
Kapitola Implementace popisuje, jakým způsobem byl systém realizován a jakým způsobem 
využívá a dodržuje dříve stanovené zásady a cíle.
Poslední  kapitola  praktické  části  by  mohla  sloužit  jako  základní  uživatelská  příručka. 
Obsahuje popis aplikace i všech dostupných funkcí. 
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2 Teoretická část
Na úvod této kapitoly Vás seznámím s důvody a pohnutkami, které mne vedly ke zpracování tohoto 
tématu. Krátce a subjektivně zhodnotím situaci v našem školství a nastíním možný vývoj. 
V  další  části  se  podíváme  na  základní  principy  počítačové  grafiky,  možnosti  uložení, 
zpracování a zobrazení geometrických objektů a obrazu obecně..  
Poslední  podkapitola  připomene  základy  analytické  geometrie,  které  jsou  nezbytné  k 
pochopení některých funkcí aplikace GeoMat, která je výsledkem praktické části této práce.    
2.1 Motivace 
Žijeme v době, kdy si většina z nás už neumí představit den bez použití počítače. V době, ve které i 
krátký  výpadek  informačních  služeb  znamená  doslova  kolaps  společnosti.  Naše  civilizace  se  v 
průběhu minulých desetiletí stala plně závislou na počítačích. Jedním z faktorů provázejících tento 
stav je i výjimečný vztah dnešních dětí s počítači. Tento vztah trochu připomíná dobu před masivním 
rozvojem domácích počítačů, tehdy určitou roli ve vzdělávání a socializování dítěte hrála televize. 
Dnes tuto roli z velké části převzal právě počítač. Děti mají k počítačům povětšinou velice kladný 
vztah a přitom k němu chovají velký respekt. V určitých případech, hlavně co se internetu týče, jsou 
schopny mu  bezmezně  důvěřovat.  Je  tedy s  podivem,  že  si  počítače  ještě  nenašly cestu  do  tříd 
základních a středních škol. A přitom by měly šanci upoutat neposedné a ukáznit rozverné žáky. 
Věřím,  že  v  dohledné  době  bude  přítomnost  počítače  ve  výuce  zcela  běžnou  záležitostí. 
Virtuální výlety a 3D projekce budou jednou klíčovým prostředkem výuky,  žáci získají  hodnotné 
zkušenosti, které jsou pouhým poslechem nevstřebatelné a třeba se do školy začnou i těšit. 
Už dnes je, ale možné vyjít této vizi vstříc a to tvorbou jednoduchých a užitečných programů. 
Natolik jednoduchých aby v učitelích nevyvolávaly obavy ze ztráty respektu při jejich nezvládnutí a 
natolik užitečných aby je kantoři i navzdory případným obavám používali. To by mělo napomoci 
postupnému zavádění výpočetní techniky do tříd a zvykání pedagogů a žáků na nové metody výuky.  
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„Touha  po  vědění  má  být  rozněcována  v  mládeži  všemožným způsobem.  Vyučovací  
metoda  má  zmenšovat  námahu  tak,  aby  nic  nebylo,  co  by  dětem  překáželo  a  
odstrašovalo je od dalšího učení.“
J.A.Komenský
2.2 Základy počítačové grafiky
Počítačová  grafika  je  obor  informatiky,  který  se  zabývá  analýzou  a  tvorbou  grafické  obrazové 
informace.  Tedy  řeší,  jakým  způsobem  obraz  uchovat,  zobrazit  a  pracovat  s  ním.  Z  pohledu 
reprezentace dat, nahlížíme na grafiku zpravidla jedním z následujících způsobů.
Rastrová grafika chápe obraz jako matici bodů, nesoucích určitou vizuální informaci (barva, 
jas, průhlednost,...), tyto body se také označují jako pixely. 
Vektorová grafika pohlíží na obraz jako na množinu vektorových entit (přímka, kružnice, 
křivka,....) s různými vlastnostmi. 
2.2.1 Uchování obrazu
Tradičně  se  obraz  uchovává  podle  jednoho  z  výše  zmíněných  principů.  Chceme-li  obraz  uložit 
rastrově, ukládáme pouze informace o jednotlivých bodech obrazu.
Při  ukládání  vektorových obrazů,  nás konkrétní  pixely nezajímají.  Ukládáme pouze popis 
jednotlivých objektů, které tvoří vektorový obraz.  
Obrazy 2.2.a a 2.2.b by se daly uložit třeba takto:
Reálný zápis  takových obrazů by byl  mnohem složitější,  pro názornost  však postačí  tato 
jednoduchá interpretace.
Předpis  2.2.1.a definuje šířku (width) a výšku (height) obrazu v pixelech. Následuje výčet 
pixelů, které mají jinou než základní barvu, tato barva je u každé skupiny pixelů definována. Na závěr 
je  uvedena základní  barva,  tedy barva všech ostatních pixelů.  Tyto  informace  zcela  postačují  na 
rekonstrukci obrazu. Nelze z nich ovšem jednoduše vyčíst, co je součástí obrazu.
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2.2.a rastrový 
obraz úsečky
2.2.b vektorový  
obraz úsečky
Width: 5;
height: 5;
1,7,13,19,25: black;
..: white;
Width: 5;
height: 5;
line(0,0,5,5,black);
2.2.1.a rastrová data 2.2.1.b vektorová data
Vektorová reprezentace dat podle předpisu  2.2.1.b rovněž obsahuje šířku a výšku obrazu. 
Tyto  hodnoty  jsou  však  relativní  a  slouží  k  určení  měřítka  a  pozicování  definovaných  objektů. 
Následuje definice objektů. V tomto případě úsečky,  která prochází body [0,0] a [5,5] tedy levým 
horním a pravým spodním rohem obrazu a má černou barvu.
2.2.2 Zobrazení obrazu
Převážná většina dnešních zobrazovacích zařízení  pracuje na  rastrové bázi.  Monitory,  projektory, 
televize a běžné tiskárny umí pracovat pouze s rastrovými daty. Při zobrazování rastrových obrazů 
tedy nedochází k výraznějším komplikacím. Chceme-li však vykreslit vektorový obraz, musíme jej 
nejprve rasterizovat. Tento proces využívá matematických definic vektorových objektů a počítá, které 
pixely má označit jako součást objektu a podle toho zobrazit. Při rasterizaci dochází ke ztrátě kvality 
obrazu. Velikost ztráty je závislá od velikosti nejmenšího zobrazitelného bodu a kvalitě rasterizačního 
algoritmu. Rasterizace se provádí až těsně před vykreslením obrazu a nemá žádný vliv na uložená 
vektorová data.  
2.2.3 Shrnutí
Cílová aplikace má pracovat s geometrickými objekty. Má umožnit různě složité akce s objekty, ke 
kterým je nutné znát algebraické vyjádření těchto objektů. 
Kdyby aplikace uchovávala zobrazovaná data rastrově, bylo by možné snadno a rychle bez 
větších nároků na výkon celou plochu vykreslit.  Přidávání  nových prvků na plochu by také bylo 
rychlé, Paměťová náročnost by byla relativně konstantní v závislosti na velikosti plochy a existoval 
by  u  ní  určitý  strop.  Tedy  určitý  maximální  požadavek  na  paměť,  který  by  aplikace  nikdy 
nepřekročila. Veškerá práce s objekty na ploše by si však vyžádala značně komplikace. Aplikace by 
totiž neměla tušení jak na objekty na ploše nahlíží uživatel a jaké objekty vůbec plocha obsahuje. 
Proto by před každou požadovanou operací  nad objektem musela  tento objekt  nejdříve nalézt  ve 
svých rastrových datech tzv. vektorizací. Tento postup však nezaručuje takovou přesnost jakou by 
uživatel od geometrického systému čekal. Navíc by po určité operaci s takovým objektem musela 
následovat rasterizace, aby mohl být objekt opět vepsán do aplikačních dat.    
Aplikace bude tedy s daty pracovat vektorově. Každý jednotlivý objekt bude také jednotlivě 
uložen s patřičnými parametry.  Umožní  to rychlé  vyhledávání  objektů a změnu jejich parametrů. 
Paměťové nároky sice mohou prakticky neomezeně růst, v reálných případech však s ohledem na 
použití aplikace ani zdaleka nedosáhnou pažadavků rastrové varianty. 
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2.3 Základy analytické geometrie
Analytická geometrie je  obor matematiky zkoumající geometrické útvary pomocí  algebraických a 
analytických metod. Jednoduše řečeno, pracuje číselně s geometrickými prvky. K tomu je zapotřebí 
určit prostor a souřadnicový systém. Vzhledem k cílům této práce nám postačí dvojrozměrný prostor, 
tedy plocha. V takovém prostoru pracujeme pouze s rovinnými objekty,  jako jsou zejména body, 
přímky a kružnice.  S jejich pomocí  pak sestavujeme složitější  rovinné objekty jako např. úsečky, 
poloroviny, úhly, n-úhelníky atd. Ve své práci se zaměřuji právě na body, přímky, kružnice a  úhly, 
protože odpovídají běžným školním pomůckám (pravítko, kružítko).
2.3.1 Přímka   
Matematicky  vzato  je  přímka  nekonečně  dlouhá,  nekonečně  tenká  a  dokonale  rovná  křivka. 
Analytická geometrie by k tomu dodala, že přímku lze popsat matematickou rovnicí či  soustavou 
rovnic. Nás bude zajímat především obecná rovnice přímky:
2.3.1.a
  
rovnice přímky dané dvěma body:
2.3.1.b
a směrnicová rovnice přímky:
2.3.1.c
Dále je důležité zmínit  možnosti  vzájemných poloh dvou různých přímek.  Přímky ležící  v jedné 
rovině jsou buď různoběžné, rovnoběžné nebo shodné. Rovnoběžné přímky jsou takové, které nemají 
žádný společný bod a matematicky se dají popsat takto:
2.3.1.d
 
2.3.1.e
Speciálním  případem  různoběžných  přímek  jsou  přímky  navzájem  kolmé,  ty  se  dají  rovněž 
matematicky popsat:
2.3.1.f
2.3.1.g
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axbyc=0
y− y1
x−x1
=
y2− y1
x2− x1
p : axbyc=0
q : axbyd=0
p: axbyc=0
q: −bxayd=0
y=kxq
y=kxq
y=kxw
y=kxq
y=−1
k
xw
z těchto rovnic lze odvodit:
2.3.1.h
Což znamená,  že  pro každé dva body  A, B ležící  na  přímce  p,  existují  dva body  C, D (jejichž 
souřadnice lze jednoduše odvodit  ze souřadnic bodů  A, B),  kterými  prochází  přímka  q kolmá na 
přímku p. Je tedy možné velice jednoduše a hlavně i v oboru celých čísel naprosto přesně, sestrojit 
kolmici k libovolné přímce, dané dvěma body.  
Často je také potřeba pracovat s body a přímkami zároveň a určovat jejich vzájemnou pozici. 
Pro určení vzdálenosti bodu [X,Y] od přímky ax+by+c platí:
2.3.1.i
 
Chceme-li získat souřadnice bodu A[xa,ya] ležícího na přímce p, tak aby byl vzdálen od bodu B[xb,yb] 
ležícího  na  přímce  p o  délku  d,  potřebujeme  získat  vektor  v o  velikosti  d  a  směru  totožném s 
vektorem  vp,  který určuje směr přímky  p. Poté k bodu  B přičteme vektor  v  a tím získáme bod  A. 
Druhým způsobem by bylo určit průsečík přímky p s kružnicí k(B,d). Hledání průsečíku však obnáší 
větší počet aritmetických operací, proto je pro velice časté výpočty v rychlém sledu lepší použít první 
metody: 
2.3.1.j
2.3.2 Kružnice
Kružnice je množina všech bodů, které leží ve stejné vzdálenosti, od středu kružnice. Matematicky to 
lze popsat třeba takto:
2.3.2.a 2.3.2.b
kde bod [x0, y0] je středem kružnice o poloměru r. Existuje i mnoho dalších způsobů, ty však nejsou v 
aplikaci použity a není tedy třeba se jimi zabývat. Drobnou úpravou rovnice dostaneme vztah pro 
výpočet vzdálenosti bodu od kružnice:
2.3.2.c
podle znaménka hodnoty d můžeme určit zda bod leží vně kružnice (d>0)  nebo uvnitř (d<0).  
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∀ A[X A , Y A] , B[ X B ,Y B] , A∈ p , B∈ p ,∃C [−Y A , X A] ,D [−Y B , X B] ,C∈q , D∈q : p⊥q
∣aXbYca2b2 ∣=d
xv=
db
a2b2
; yv=−
da
a2b2
A[ xbxv , yb yv]
x− x0
2 y− y0
2=r 2 x2 y2axbyc=0
 x−x02 y− y02−r=d
2.3.3 Úhel
Část roviny určená dvěma polopřímkami se společným počátkem. Na obrázcích je úhel vyznačen 
kruhovou výsečí.
 
Velikost úhlu se nejčastěji vyjadřuje ve stupňové (stupně, minut, vteřiny) případně obloukové míře 
(radiány). Úhel může nabývat velikosti 0-360° respektive 0-2π radiánů. Velikost úhlu lze při znalosti 
určitých parametrů vypočítat.
Přímky se směrnicemi k1, k2  (2.3.1.c) svírají uhel: 
2.3.3.a
 
Tento postup ale neumožňuje jednoduše určit orientaci výsledného úhlu. K označení orientace úhlu je 
třeba určit orientaci polopřímek, k tomu postačí jeden bod ležící na polopřímce.
Úhly na obrázcích  2.3.3.a  a 2.3.3.b  jsou určeny vrcholem v bodě A a dvěma body B a C 
ležícími  na  polopřímkách.  Tyto  body  tvoří  pomyslný  trojúhelník,  proto  můžeme  na  úhel  BAC 
aplikovat cosinovu větu pro výpočet úhlu v trojúhelníku:
2.3.3.b
2.3.4 Průsečíky objektů
Z  pohledu  aplikace  jsou  důležité  tři  typy  průsečíků,  podle  toho  mezi  jakými  objekty  průsečíky 
hledáme. Obecně se průsečík dvou geometrických objektů hledá jako řešení soustavy rovnic těchto 
objektů, řešení může být jedno, dvě nebo taky žádné, proto je důležité správně určit podmínky řešení.
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2.3.3.a konvexní úhel 2.3.3.b konkávní úhel
arctan k1−arctan k2
cos BAC =∣AB∣
2∣AC∣2−∣BC∣2
2∣BC∣
2.3.4.1 Průsečík dvou přímek
Pravděpodobně nejjednodušší vyjádření průsečíku dvou přímek je ze soustavy dvou směrnicových 
rovnic přímky 2.3.1.c: 
2.3.4.1
2.3.4.2 Průsečík přímky a kružnice
Obecně je jedno z jakého vyjádření  těchto objektů vyjdeme.  Jedna z možností  je použít  obecnou 
rovnici  přímky  2.3.1.a a  obecnou  rovnici  kružnice  2.3.2.b,  potom  lze  souřadnici  X  průsečíku 
dopočítat z následující kvadratické rovnice:
2.3.4.2
Je-li vzdálenost středu kružnice od přímky menší než poloměr kružnice, budou mít tyto objekty dva 
průsečíky. Je-li vzdálenost větší než poloměr, nebude mezi objekty ani jeden průsečík. A nakonec je-
li  vzdálenost  středu a  přímky rovna poloměru,  budou mít  objekty právě jeden průsečík tzv.  bod 
dotyku. 
Souřadnici  Y  pak  lze  dopočítat  jak  z  rovnice  kružnice  tak  z  rovnice  přímky.  Dopočet  z 
rovnice přímky je však rychlejší a jelikož zde není nutné vyjadřovat kvadratickou rovnici, nehrozí ani 
zisk více řešení. U dopočtu z rovnice kružnice a zisku dvou výsledků, by byla ještě nutná kontrola, 
který z výsledků lépe odpovídá hledanému průsečíku. 
2.3.4.3 Průsečík dvou kružnic
Dvě kružnice mohou mít podobně jako přímka a kružnice 0,1 nebo 2 průsečíky. Vyjádřením soustavy 
rovnic dvou kružnic ve středovém tvaru 2.3.2.a dostaneme:  
2.3.4.3
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x=
q1−q2
k 2−k 1
y=
q1 k2−q2 k1
k 2−k 1
k 1≠k 2
x2b p
2a p
2 x 2a p c pak b p
2−bk b p a pc p
2−bk b p c pck b p
2=0
x1 /2=
x2 x1d
2x2−x1r1
2−r 2
2± y2− y1r1r22−d 2d 2−r 2−r12
2d 2
y1/2=
 y2 y1d
2 y2− y1 r1
2−r2
2±x2−x1r 1r 22−d 2d 2−r 2−r 12
2d 2
d= x1−x22 y1− y22
3 Praktická část
3.1 Analýza
Podle  zadání  má  být  vytvořen  systém  pro  rýsování  základních  geometrických  útvarů  ve  formě 
virtuální kreslící plochy. Tento systém má zcela nahradit a především rozšířit funkčnost běžné školní 
tabule pro potřeby středoškolské geometrie. 
3.1.1 Funkčnost
Program bude  umět  všechny běžné  konstrukce,  které  jsou možné  za  použití  pravítka,  kružítka  a 
úhloměru na běžné tabuli. Tedy přímka, úsečka, kolmice, rovnoběžka, kružnice a úhel.   
Navíc bude umožňovat editaci objektů: mazání, posouvání, změnu barvy, šířky a stylu čáry a 
to jak jednotlivě tak hromadně. Dále pro větší flexibilitu slučování a rozdělování bodů. 
Objekty budou respektovat vzájemné vazby. Body ležící na určitém objektu musí adekvátně 
reagovat na změny daného objektu. Přičemž musí patřičně ovlivnit i další objekty jimi procházející.
Bude umožněno ukládání konstrukcí se všemi parametry do souboru, aby byly k dispozici pro 
opětovnou prezentaci a použití. 
Pro jednoduchost použití bude program zajišťovat automatické popisování bodů a objektů s 
možností tyto popisy zpětně změnit.
3.1.2 Ovládání
Ovládání nesmí být složitější než použití běžné tabule. Všechny funkce musí být snadno použitelné 
pomocí  dvoutlačítkové  myši  nebo  jiného  polohovacího  zařízení.  Aplikace  použije  jednoduchý  a 
přehledný design, tak aby se rychle zorientoval i méně zkušený počítačový uživatel. 
Na  viditelném  místě  bude  umístěna  kontextová  nápověda,  která  uživatele  povede  při 
konstrukci.
Pro možnost efektivnějšího ovládání budou implementovány běžné klávesové zkratky. 
3.1.3 Použití
Systém bude určen především pro použití ve výuce kantorem k demonstraci různých konstrukčních 
úloh a prezentaci geometrických souvislostí. Lze předpokládat, že si učitel postupně vytvoří a uloží 
demonstrační příklady, které bude opakovaně používat a ušetří tak čas jejich opětovnou konstrukcí. 
Na  takových  příkladech  je  pak  důležité  „vysvícení“  objektů  pouhým  najetím  kurzoru,  aby  žáci 
neztráceli koncentraci přemýšlením, o kterém objektu je právě řeč.  
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3.1.4 Specifikace požadavků
Shrnutí základních požadavků, které by měla tato aplikace splňovat:
● jednoduché a intuitivní ovládání
● rychlá a plynulá práce bez přehnaných nároku na výkon počítače
● snadná konstrukce základních geometrických primitiv
● možnost manipulace s objekty, jednotlivě i hromadně
● možnost změny barvy, síly a stylu vykreslených objektů 
● mazání pomocných objektů, pro udržení přehlednosti konstrukce 
● logicky správná interakce objektů
● automatické popisování bodů a objektů
● ukládání do a načítání ze souboru
● ovládání pomocí myši, běžné klávesové zkratky 
● implementace kontextové nápovědy
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3.2 Návrh
3.2.1 Uživatelské prostředí
Aplikace je určena pro systém MS Windows a pro uživatele všech úrovní. Dá se očekávat, že ji budou 
aktivně používat  i  žáci  základních a středních škol  a to přímo ve výuce.  Je tedy nutné,  aby si  s 
aplikací rozuměl opravdu každý. 
Program nebude disponovat přílišnou funkcionalitou, k běžnému rýsování si vystačí s několika 
nástroji a jednoduchým nastavením. Proto aplikace nebude obsahovat ani systémové menu, vystačí si 
pouze s panelem nástrojů, pomocným panelem pro editaci vlastností a pracovní plochou. 
Panel  nástrojů  bude  obsahovat  dostupné  systémové  funkce  jako  ukládání  a  načítání  a 
především všechny dostupné nástroje. Nástrojů bude celkem 10, tedy dost na to, aby vystačily na 
běžné geometrické konstrukce a přitom ne tolik, aby se panel nástrojů stal nepřehledným. Dále se na 
panel  nástrojů umístí  kontextová nápověda tak,  aby měl  uživatel  při  konstrukci  zpětnou vazbu s 
aplikací. 
Panel  „Vlastnosti“  bude  obsahovat  nástroje  pro  nastavení  pracovní  plochy  a  jednotlivých 
objektů. Tento panel bude „zasouvací“.  Není  třeba, aby omezoval  velikost plochy po celou dobu 
konstrukce a zároveň je to lepší řešení, než editovat plochu a objekty ve vyskakujících oknech, které 
jsou často uživatelsky nepříjemná.
Samotná pracovní plocha nebude obsahovat žádné předdefinované aktivní prvky.
3.2.2 Objektový návrh
Aplikace bude využívat objektového principu. Bude obsahovat různé typy objektů, které musí mezi 
sebou komunikovat a spolupracovat. 
Objekty:
● GeoFrame – hlavní objekt reprezentující aplikaci a obsluhující uživatelské interakce
● GeoCanvas – představuje kreslicí plochu, obsluhuje události vzniklé na ploše
● GeoPoint – objekt nesoucí informace o konkrétním geometrickém bodě
● GeoObject – obecný geometrický objekt
● GeoLine – objekt úsečky, přímky, polopřímky. Odvozený z objektu GeoObject
● GeoCircle – objekt kružnice. Odvozený z objektu GeoObject  
● GeoAngle – objekt úhlu. Odvozený z objektu GeoObject
Frame disponuje polem objektů (GeoObject) a polem bodů (GeoPoint). Tato pole obsahují všechny 
objekty a body, které byly vytvořeny během chodu aplikace. 
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Každý aktivní objekt je vázán dvěma (Line, Circle) respektive třemi (Angle) řídicími body a 
libovolným  počtem  dalších  bodů,  tyto  body  nemusí  být  aktivní  (zobrazené),  ale  musí  fyzicky 
existovat  v poli  bodů.  Každá taková vazba je vzájemná,  je  tedy zaznamenána  jak u bodu v poli 
Objects tak u objektu v poli Points.  
Body naproti tomu mohou existovat zcela nezávisle. Jakmile se ale stanou součástí některého 
objektu, není možné s nimi bez vědomí těchto objektů manipulovat. Rozlišujeme dva typy závislosti 
bodu na objektu: 
● Přímá závislost – bod je jeden ze dvou řídicích bodů objektu
● Nepřímá závislost – bod je jedním z dalších bodů objektu
3.2.2.1 Tvorba objektu
Objekty GeoFrame a GeoCanvas se vytvoří při startu aplikace a existují po celou dobu běhu, nelze 
je duplikovat, mazat ani vytvářet nové objekty tohoto typu. Před ukončením programu se objekty 
standardně uvolní. Frame při svém vzniku vygeneruje uživatelské prostředí aplikace, vytvoří prázdná 
pole pro geometrické objekty a body a inicializuje vznik objektu Canvas. Ten po vytvoření čeká na 
uživatelské události.
Objekty typu GeoPoint vznikají převážně na uživatelův podnět. Pokud vznikají jako součást 
existujícího objektu nebo při tvorbě objektu nového, uloží si odkaz na tento objekt do pole objektů a 
zároveň zapíší odkaz na sebe do pole bodů u daného objektu. Nakonec se vždy připíší do pole bodů 
na objektu GeoFrame a aktivují se. 
GeoObject se podobně jako  GeoPoint uloží do příslušného pole na  GeoFrame, ale sám se 
neaktivuje. Aktivaci řídí pracovní plocha GeoCanvas až v okamžiku kdy je objekt dokončen, tehdy si 
teprve uloží odkazy na všechny body, kterými je tvořen .
3.2.2.2 Uvolnění objektu
Všechny  objekty,  které  během  chodu  aplikace  vzniknou  jsou  uvolněny,  až  těsně  před  jejím 
ukončením. Body a objekty nelze za běhu aplikace odstranit z paměti. Lze je pouze označit  jako 
neaktivní a tím je odstranit z kreslící plochy. 
Body lze z plochy odmazat pouze v případě, že neexistuje žádný objekt, který by  byl na bodu 
přímo závislý. Objekty lze mazat libovolně. S objektem se odstraní i všechny jeho body, které nejsou 
vázány na žádný další objekt přímou vazbou.
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3.2.2.3 Změna polohy objektu
Objekty samy o sobě nenesou informaci o své poloze, pouze o bodech kterými jsou tvořeny a které 
polohovou informaci již obsahují. Změnit polohu objektu tedy znamená změnit polohu všech bodů, 
které na objektu leží. Aby bylo možné změnit polohu bodu, musí platit, že bod není součástí objektu s 
větším než minimálním počtem bodů,  pokud tyto  body nejsou všechny označeny a  připraveny k 
posunu. Zní to trochu složitě, proto uvádím příklad.
● body A, B a C jsou samostatně nepřemístitelné. Bod C totiž náleží úsečce |AB|, nebylo 
by tedy možné  jednoduše rozhodnout  kolem kterého bodu by měla  přímka  rotovat  a 
jakým způsobem dopočítat ostatní body. S těmito body lze manipulovat pouze v případě, 
že jsou označeny všechny naráz, nebo-li je označena úsečka |AB|.    
● bod  D  je  samostatně přemístitelný,  neleží na žádném objektu,  který by měl  větší  než 
minimální počet bodů.
● s celou úsečkou |CD| není možné manipulovat pokud není zároveň označena úsečka |AB|. 
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3.2.2.3 posun bodů
3.3 Implementace
Aplikace  GeoMat  je  podle  zadání  implementována  v  jazyce  C++  s  využitím  grafické  knihovny 
wxWidgets  2.8.0  pro  tvorbu  uživatelského  prostředí.  K  ukládání  a  načítání  dat  používá  textový 
značkovací jazyk XML 1.0, pro jednodušší práci s ním využívá projektu TinyXML. 
Aplikace je určena pro operační systém MS Windows (testováno na Windows XP Profesional 
a Windows Vista Home). 
3.3.1 Uživatelské rozhraní
Aplikace  je  tvořena  objektem třídy  GeoFrame odvozeným ze  třídy  wxFrame. Tento  objekt  je 
vytvořen  při  spuštění  aplikace,  inicializuje  vznik  všech  ostatních  prvků  rozhraní  a  obsluhuje 
uživatelské vstupy. 
class GeoFrame: public wxFrame
{
public:
// constructor
GeoFrame();
// methods
    void OnToolsMenu(wxCommandEvent& event);
    void OnSettingsChange(wxCommandEvent& event);
    void ShowHelpText(wxString text);
void ShowSaveDialog();
    void ShowLoadDialog();
// variables
    std::vector<class GeoObject*> *Objects;
    std::vector<class GeoPoint*> *Points;
    std::vector<class GeoObject*> *SelectedObjects;
    std::vector<class GeoPoint*> *SelectedPoints;
private:
class GeoCanvas *m_canvas;
};
Hlavička  třídy  byla  záměrně  zredukovaná  na  nejpodstatnější  funkce  a  proměnné,  které  stojí  za 
zmínku.  Kompletní  hlavičku  naleznete  v  souboru  geoframe.h,  který  je  součástí  přiložených 
zdrojových kódů.
GeoFrame – konstruktor objektu. Vytvoří nový objekt typu GeoCanvas a 4 seznamy typu vector.
OnToolsMenu – metoda obsluhuje uživatelské interakce s panelem nástrojů a hlavním menu.
OnSettingsChange – iniciuje změnu vlastností objektů na základě uživatelských vstupů.
Objects, Points – seznamy všech vytvořených geometrických objektů a bodů.
SelectedObjects, SelectedPoints – seznamy objektů a bodů, s kterými se právě pracuje.
m_canvas – objekt třídy GeoCanvas.
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3.3.2 Kreslící plocha
Nejpodstatnější částí systému je pracovní plocha reprezentující virtuální tabuli. Je tvořena objektem 
třídy GeoCanvas a obstarává převážnou většinu funkčnosti aplikace:
● vizualizace aktivnívh a právě konstruovaných objektů
● obsluha mazání, označování a přemisťovaní objektů
● obsluha některých klávesových vstupů a vstupů myši
● automatické popisky bodů
Následuje opět zkrácená hlavička třídy GeoCanvas a popis nejzajímavějších funkcí. Plná hlavička je 
obsahem souboru geocanvas.h
class GeoCanvas: public wxScrolledWindow
{
public:
// construktor
GeoCanvas(GeoFrame* owner);
// methods
virtual void OnMouse(wxMouseEvent& event);
virtual void OnKeyDown(wxKeyEvent& event);
virtual void OnDraw(wxDC& dc);           
    void OnClick(wxMouseEvent& event);
    void OnMove(wxMouseEvent& event);
void JoinPoints();
    void SplitPoint();
    void FindIntersect(int ex, int ey);
    void MovingOnCreation(int x, int y);
void ResetTool();
    void SelectPoint(GeoPoint* point, bool select);
    void SelectObject(GeoObject* object, bool select);
    void CapturePoint(GeoPoint* point, int x, int y);
    void MoveSelected(int x, int y);
    GeoName* GetNewPointName();
    GeoName* GetNewObjectName();
    void GeoDrawLine(wxDC& dc,double x1,double y1,double x2,double y2);
    void GeoDrawHalfLine(wxDC& dc,double x1,double y1,double x2,double y2);
};
GeoCanvas – konstruktor objektu, za život aplikace se volá pouze jednou a to při jejím spuštění.  
Provede základní nastavení všech parametrů a vytvoří pomocné objekty, které se pro časté  
užívání vyplatí vytvořit na začátku aplikace a uvolnit až před jejím ukončením.
OnMouse – obsluhuje události vyvolané myší a podle typu události volá další funkce.
OnKeyDown – obsluhuje události při stlačení klávesy.
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OnDraw –  zajišťuje  ilustrativní  vykreslování  objektů  během jejich  konstrukce.  Při  sestrojování  
úseček, kružnic, úhlů a rovnoběžek doplňuje konstrukci o informace o délce, velikosti úhlu 
respektive vzdálenosti.
OnClick  – obsluha  událostí  vzniklých  levým tlačítkem myši,  mezi  tyto  události  patří  veškeré  
konstrukce objektů a těles.
OnMove – tato metoda se vykoná při každém pohybu myši nad kreslící plochou, hlavním úkolem je 
najít a označit všechny body a objekty, které se nachází v oblasti kurzoru myši. Pokud není 
vypnutá funkce přichytávání kurzoru k objektu, volá její obsluhu. Přichytávání k objektům 
bude blíže popsáno v následujících kapitolách. 
JoinPoints –  pokud je  při  posunu jednotlivý bod umístěn  na  jiný  bod,  vykoná  se  automaticky  
sloučení těchto bodů. Bod který byl posouván, předá svoje vazby na objekty cílovému bodu a 
stává se neaktivním. 
SplitPoint – je-li bod součástí více objektů, vytvoří se pro každý z nich nový bod na stejné pozici. 
Každý nový bod je součástí pouze jediného objektu. Původní bod se stává neaktivní.
FindIntersect – hledá průsečíky mezi objekty (2.3.4.1). Vykoná se v případech, kdy je vznikající bod 
umístěn do těsné blízkosti dvou objektů. V takovém případě se předpokládá, že záměrem  
uživatele je vytvořit průsečík těchto objektů. Pokud je takový průsečík v blízkém okolí (20px) 
uživatelovy volby nalezen,  pak  se  vznikající  bod vytvoří  na  pozici  tohoto průsečíku.  V  
opačném  případě  se  předpokládá,  že  průsečík  záměrem  nebyl  a  respektuje  se  původní  
uživatelova volba pozice bodu.
MovingOnCreation – umožňuje přímo během konstrukce posunovat s již existujícím bodem.
ResetTool – uvede aktuální nástroj do výchozího stavu.
SelectPoint, SelectObject – funkce sloužící k vytvoření a zrušení výběru bodů a objektů, pracují se 
seznamy SelectedPoints a SelectedObjects náležející objektu GeoFrame.
CapturePoint – mění pozici kurzoru na pozici daného bodu. 
MoveSelected – implementuje pravidla definovaná v kapitole 3.2.2.3
GetNewPointName, GetNewObjectName – generují označení pro nově vzniklé objekty a body. A-Z 
pro body a a-z pro přímky a kružnice. Po vyčerpání písmen připíší index. 
GeoDrawLine, GeoDrawHalfLine – součástí knihovny wxWidgets je funkce pro vykreslení úsečky 
dané dvěma body, pro tvorbu geometrických těles je však potřeba umět kreslit i přímky a  
polopřímky. K tomu slouží tyto funkce. Dopočítávají body, které leží na okraji kreslící plochy 
a kterými prochází přímka daná dvěma vstupními body. Nově vzniklé body umožní vykreslit 
úsečku, která bude vypadat jako přímka případně polopřímka.
K výpočtu je použita metoda hledání průsečíku přímky dané dvěma body (2.3.1.b) s 
osou souřadného systému, případně s přímkou rovnoběžnou s jednou z os.   
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3.3.3 Geometrické body a objekty
Aplikace pracuje s  body reprezentovanými  třídou  GeoPoint a  objekty tří  typů.  Pro zjednodušení 
práce s objekty existuje třída GeoObject, která obecně deklaruje základní metody objektů. Z ní jsou 
odvozeny tři třídy GeoLine, GeoCircle a GeoAngle, které tyto metody definují každá po svém. 
3.3.3.1 GeoPoint
Jedná se o základní stavební prvek všech objektů. Žádný z objektů nemůže bez alespoň dvou bodů 
existovat a zároveň je každý objekt vymezitelný pomocí bodů. Z těchto důvodů mají body v aplikaci 
větší prioritu. Například při plošném výběru myší dochází ve skutečnosti pouze k označování bodů, 
až po ukončení výběru se zjišťuje, jestli nebyl vybrán i některý objekt. Při výběru kliknutím myši se 
nejprve hledají body a až následně se vyhledává v objektech. Posun objektů je realizován výhradně 
prostřednictvím bodů.    
class GeoPoint : public wxPoint
{
public:
// constructor
GeoPoint(int x, int y, GeoCanvas* owner, bool active);
// methods
void Draw(wxDC& dc);
bool IsUnder(int x, int y);
void SetPos(int x, int y);
bool IsErasable();
 // variables
int id;
bool active, lighten, selected;
 wxBrush* brush;
wxPen* pen;
GeoName* name;
std::vector<class GeoObject*> *Objects;
private:
GeoCanvas *o_owner;
};
GeoPoint – konstruktor třídy. Na rozdíl od objektů, lze při konstrukci bodu rozhodnout, zda má být 
aktivní  (viditelný)  nebo  neaktivní.  Využívá  se  toho  například  u  konstrukcí  kolmic  a  
rovnoběžek, kde by viditelnost bodů na nově vzniklých čarách spíše překážela.
Draw – funkce pro vykreslení bodu na pracovní plochu. Podle příznaků lighten, selected a active,  
vykreslí bod klasicky, výrazně nebo vůbec.
IsUnder – vrací true pokud bod leží do vzdálenosti 5 pixelů od zadaných souřadnic.
SetPos – mění pozici bodu podle vstupních parametrů
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IsErasable –  vrací  true  pokud je  možné  bod bezpečně  zneaktivnět,  tedy v  případě,  že  na  bod  
neexistuje přímá závislost žádného objektu. Tato metoda se volá před každým pokusem o  
zneaktivnění bodu.
pen, brush – každý bod a objekt nese informaci o tom, jakou barvou má být vykreslen.
Objects – seznam všech objektů, majících vazbu na tento bod.
3.3.3.2 GeoObject           
Třída zastřešující ostatní třídy objektů. Deklaruje obecné metody, které se definicí liší v závislosti na 
typu objektu. Tyto metody budou popsány u tříd, které je definují. 
class GeoObject
{
public:
// methods
virtual void Draw(wxDC& dc);                
      virtual bool IsUnder(int x, int y);        
      virtual bool Contains(GeoPoint* point);
 virtual int PointDistance(int x, int y);
virtual void Activate();  
virtual void Capture(int x, int y);
// variables
      int type;
int id;
GeoName* name;
wxPen* pen;
wxBrush* brush;
bool active, lighten, selected;
GeoPoint *point1, *point2;
std::vector<class GeoPoint*> *Points;
GeoCanvas *o_owner;
};
3.3.3.3  GeoLine
Třída objektů typu přímka, polopřímka,  úsečka, kolmice a rovnoběžka. Všechny tyto geometrické 
čáry jsou určeny právě dvěma body. Svým způsobem jsou všechny vykreslovány jako úsečky, je však 
nutné  právě  pro  správné  vykreslení  a  správnou  funkčnost  metod  IsUnder a  Capture,  aby byly 
vnitřně označeny typem čáry.
class GeoLine : public GeoObject
{
public:
// constructor
GeoLine(GeoPoint* point, int type, GeoCanvas* owner);
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GeoLine(GeoObject* line, int type, int x, int y, GeoCanvas* owner);
GeoLine(GeoObject* line, GeoCanvas* owner);
// methods
void Draw(wxDC& dc);
void Activate();
void Capture(int x, int y);
int CalcLine();
int PointDistance(int x, int y);
void CalcVertical(wxPoint* point, GeoLine* line);
bool Contains(GeoPoint* point);
wxPoint LineShift(wxPoint point1, wxPoint point2, int distance);
bool IsUnder(int x, int y);
// variables
int line_type;
double a, b, c; 
GeoCanvas *o_owner;
};   
GeoLine – konstrukce jednotlivých typů čar se mohou výrazně lišit. 
● Přímka,  polopřímka  a úsečka  se  všechny  sestrojují  stejně,  liší  se  pouze  způsobem 
vykreslení. K vytvoření takového objektu je zapotřebí jeden bod. Ten se uloží jako první 
řídící.  V tomto okamžiku existuje objekt typu přímka, polopřímka či úsečka, má však 
pouze jeden řídící bod, na jehož základě nelze s čárou pracovat. Proto aplikace čeká, až 
uživatel zadá druhý bod čáry. Až tehdy se zaktivuje a je připravena k užití.
●  Kolmice ke svému vzniku potřebuje jiný objekt typu čára. Podle řídících bodů čáry, ke 
které kolmice vzniká, dopočítá své dva řídící body (2.3.1.h). Kolmice je tedy připravena v 
okamžiku výběru čáry a aplikace pouze čeká na uživatele, aby čáru podle svého uvážení 
umístil.
● Rovnoběžka  potřebuje podobně jako kolmice ke svému vzniku jinou čáru. Sama ovšem 
nic nedopočítává,  vzniká duplikací  vzorové čáry a podle přání  uživatele pouze změní 
polohu.
Capture – zajišťuje „přichycení“  kurzoru k čáře.  Z obecné rovnice přímky (2.3.1.a) dopočítává  
pozici kurzoru. Nejprve z vektoru přímky zjistí, zda má čára větší přírůstek na ose x nebo y. 
3.3.3.3.b
Podle toho rozhodne, zda dopočítá souřadnici X (k < 1) nebo Y (k >= 1). Je-li k = 1, tedy 
čára má přírůstek na obou osách stejný, dají se korektně dopočítat obě souřadnice.     
CalcLine – metoda přepočte parametry obecné rovnice přímky (2.3.1.a) podle aktuálních souřadnic 
řídících bodů. 
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LineShift  – vrací  souřadnice  bodu,  ležícího  na  přímce  v  dané  vzdálenosti  od  daného  bodu.  
Algoritmus je postaven na základě postupu 2.3.1.j. 
IsUnder  –  určuje,  zda  čára  leží  na  aktuální  pozici  kurzoru.  Protože je  přímka  definovaná  jako  
nekonečně tenká a v oboru reálných čísel existující křivka (2.3.1), bylo by téměř nemožné  
najít takovou pozici kurzoru (definovaná v celých číslech), která by přímo ležela na dané  
přímce. Proto tato metoda definuje prostor kolem čar, který reprezentuje vůli uživatele čáru 
označit.
● U  přímky je tento prostor tvořen všemi body,  které jsou od ní vzdáleny maximálně o 
tolerovanou vzdálenost (2.3.1.i). Po testování byla tato tolerance stanovena na 4 pixely.
● Úsečky  svůj prostor definují  jako průnik tolerančního prostoru přímky  AB a prostoru 
kružnice se středem ve středě úsečky AB a poloměrem |AB|/2 + tolerovaná vzdálenost.
● Polopřímka počítá  prostor  podobně  jako  úsečka,  ale  rozšiřuje  ho  o  body,  které  sice 
nespadají do kružnice viz. 3.3.3.3.a, ale jejichž vzdálenost od počátku polopřímky je větší 
než vzdálenost od druhého řídícího bodu.  
3.3.3.4 GeoCircle
Třídy objektů typu kružnice. Také tyto objekty jsou určeny dvěma body, střed kružnice a libovolný 
bod ležící na okraji kružnice. 
class GeoCircle : public GeoObject
{
public:
// constructor
GeoCircle(GeoPoint* point, int type, GeoCanvas* owner);
//methods
void Draw(wxDC& dc);
bool IsUnder(int x, int y);
void CalcRadius();
void Activate();
void Capture(int x, int y);
int Quadratic(double b, double c, int xy);
// variables
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3.3.3.3.a toleranční prostor úsečky
double radius;
GeoCanvas *o_owner;
};
IsUnder  –  podle  vzdálenosti  bodu od  kružnice  (2.3.2.c)  rozhoduje,  zda  se  kurzor  nachází  nad  
kružnicí či nikoli. Podobně jako GeoLine::IsUnder pracuje s tolerancí 4 pixely. 
Capture – přichytává kurzor ke kružnici. Podle toho, v jakém kvadrantu kružnice se kurzor nachází, 
rozhodne, zda se bude kurzor posouvat po ose X nebo ose Y. Prakticky testuje vektor SX, kde 
S je střed kružnice a X daný bod, podle vztahu  3.3.3.3.b. S tím rozdílem, že pro k >= 1  
dopočítává souřadnici X a pro k < 1 dopočítává souřadnici Y (2.3.2.a). 
3.3.3.5 GeoAngle 
Tato třída je poněkud odlišná od předchozích dvou. Zastupuje objekty typu úhel. Takový objekt není 
možné jednoznačně zapsat dvěma body. Proto je tato třída rozšířena o třetí řídící bod a další dva řídící 
objekty typu GeoLine. Tyto objekty reprezentují ramena úhlu a výrazně napomáhají zpřesnit tvorbu 
úhlů. 
Úhel lze obecně sestrojit mezi libovolnými třemi body.  Jeden bod zastupuje vrchol úhlu a 
zbylé dva body jsou libovolné body ležící na různých ramenech úhlu. Tedy v případě, že s body 
pracujeme v oboru reálných čísel. Aplikace však s body pracuje celočíselně a v případech, kdy vrchol 
úhlu leží příliš blízko zvoleného bodu ramene, by docházelo k velkým nepřesnostem. Je tedy nutné 
zvolit body na ramenech tak, aby ležely v dostatečné vzdálenosti od vrcholu úhlu. A právě proto 
sebou každý objekt úhlu nese také odkazy na svá dvě ramena, aby za pomoci jejich obecných rovnic 
mohl přepočítat souřadnice řídícího bodu. 
class GeoAngle : public GeoObject
{
public:
// constructor
GeoAngle(GeoPoint* point, int type, GeoCanvas* owner);
//methods
void Draw(wxDC& dc);
bool IsUnder(int x, int y);
void Activate();
void Recalc(GeoLine* line, GeoPoint* point, int x, int y, int dis);
void Capture(int x, int y);
double Size(int x, int y);
// variables
int angle_type;
GeoPoint *point1, *point2, *point3;
GeoPoint *arcpoint1, *arcpoint2; 
GeoObject *arm1, *arm2;
};      
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Draw – úhly jsou tvořeny objekty jiných typů, které se o svoje vykreslení starají samy. Jediné co  
vykresluje tato funkce je kruhová výseč vyznačující orientaci úhlu a popisek s informací o 
velikosti úhlu. K vykreslení takové výseče je potřeba určit „statické“ body na pohyblivých  
ramenech, k tomu se použije stejný postup jako při přepočítávání řídících bodů.
Recalc – přepočítává pozici bodu na dané čáře, aby dosáhl konkrétní vzdálenosti od daného bodu.  
Využívá k tomu metodu GeoLine::LineShift.    
Size – vrací velikost úhlu (2.3.3.b).
3.3.4 Ukládání a načítání pracovní plochy
Aplikace využívá dnes stále oblíbenější způsob zápisu dat na pevný disk a to ve formátu XML. Tímto 
způsobem vznikají textové soubory, ze kterých je na první pohled patrné jaká data obsahují. Formát 
XML  má  značné  provozní  náklady  na  paměť,  ty  jsou  však  kompenzovány  právě  přehlednou 
strukturou dat. 
Geomat ukládá pouze data, která přímo souvisí s objekty na ploše. Neukládá tedy uživatelské 
nastavení plochy. Soubor nesoucí informace o jedné úsečce pak vypadá následovně:
<?xml version="1.0" ?>
<GeoMat>
    <points>
        <point x="152" y="353" id="0" active="1" name="65" index="48"   
        color="black" width="2">
            <object id="0" />
        </point>
        <point x="550" y="231" id="1" active="1" name="66" index="48" 
  color="black" width="2">
            <object id="0" />
        </point>
    </points>
    <objects>
        <object id="0" active="1" type="15" p1="0" p2="1" color="black" width="2" 
   style="1">
            <point id="0" />
            <point id="1" />
        </object>
    </objects>
</GeoMat>
Data jsou dělena do dvou logických skupin <points> a <objects>. První skupina obsahuje veškeré 
existující  body  se  všemi  nezbytnými  informacemi  k  zpětnému  zrekonstruování  plochy,  včetně 
seznamu objektů, s kterými mají být body provázány.  Druhá skupina zase obsahuje veškeré nutné 
informace o objektech a seznam vázaných bodů, respektive seznam id těchto bodů.
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Vytvoření takového souboru, tedy uložení aktuální plochy probíhá ve dvou cyklech. Nejprve 
se zapíší všechny body vytvořené během chodu aplikace. Poté se zapíší všechny s objekty. 
Načítání dat ze souboru však není možné uskutečnit pouze ve dvou cyklech. Nejprve je nutné 
načíst a vytvořit body. V tomto okamžiku ale není možné uložit k bodům reference na jejich vázané 
objekty, protože ty ještě fyzicky neexistují. V druhém cyklu se načtou a vytvoří všechny objekty, opět 
ale bez referencí na vázané body. Ty v tomto okamžiku sice již existují, nicméně některé objekty 
(úhly) obsahují i reference na další objekty, které ještě existovat nemusí. Proto se realizace vazeb 
mezi objekty a body uskuteční až po načtení všech bodů a objektů do paměti. 
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3.4 Popis
Aplikace  je  určena  pro  použití  na  středních  a  základních  školách  k  prezentaci  geometrických 
konstrukcí.  Primárním  cílem  je  nahradit  funkci  školní  tabule,  zrychlit,  zpřesnit  a  zjednodušit 
demonstrativní rýsování. I když software nabízí i několik zajímavých a užitečných funkcí, je jeho 
uplatnění omezeno právě jen na rýsování. 
Očekává  se,  že  s  programem  budou  pracovat  převážně  učitelé  matematiky  případně  žáci. 
Předmětem jejich práce budou relativně jednoduché konstrukce a ne složité technické projekty. Proto 
aplikace nenabízí,  žádné výrazně pokročilé funkce. Snaží se být tak jednoduchá, jak jen to je při 
nezbytné funkčnosti možné.  
Ve  stručnosti  lze  říct,  že  aplikace  umožňuje  narýsovat  vše  co  lze  sestrojit  s  pomocí  dvou 
pravítek,  kružítka a úhloměru.  S narýsovanými  objekty lze jednoduše manipulovat  a měnit  jejich 
vzhled. Celou práci je možné uložit a později načíst ze souboru. 
3.4.1 Uživatelské rozhraní
Většina funkčních prvků aplikace je soustředěna na horní liště aplikace (dále panel nástrojů). V levé 
části  se  nacházejí  systémové  funkce  pro  ukládání,  načítání  a  tvorbu  nové  plochy.  Střední  část 
obsahuje  funkce pro práci  s  plochou a objekty na ní.  Napravo je umístěna nápověda pro tvorbu 
objektů. 
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3.4.1 Uživatelské rozhraní
Dominantou  aplikace  je  pak  pracovní  plocha.  Při  spuštění  aplikace  je  plocha  prázdná  a 
neobsahuje žádné aktivní prvky. Pravým tlačítkem myši lze na ploše vyvolat popup menu, jeho popis 
je uveden níže. 
Vlevo od pracovní plochy je tenká modrá lišta, ta slouží k vyvolání panelu vlastností. Tento 
panel umožní měnit vlastnosti plochy a jednotlivých objektů.
3.4.1.1 Panel nástrojů
  Vyčistit plochu – odstraní z plochy i z paměti počítače veškeré objekty, nabízí možnost plochu 
uložit před odstraněním.
  Nahrát plochu – načte uloženou plochu ze zvoleného souboru.
  Uložit plochu – uloží plochu do nového nebo již existujícího souboru.
  Smazat označené – smaže z plochy všechny označené objekty a body. Při mazání se uplatňuje 
princip popsaný v odstavci 3.2.2.2.  
  Pravítko – tento nástroj umožňuje měření vzdálenosti již existujících objektů a bodů. 
● Zvolte objekt nebo bod – je třeba mít napaměti, že pokud volíte objekt nesmíte ho označit 
přímo v některém jeho vyznačeném bodě. V takovém případě se systém bude domnívat, že 
chcete měřit vzdálenost k danému bodu a ne k objektu, na kterém leží. 
● Zvolte objekt nebo bod – druhý krok postupu přináší stejné omezení jako ten první.
● Vzdálenost  objektu/bodu a  objektu/bod je  XXcm – po uskutečnění  prvních  dvou kroků 
vypíše kontextová nápověda podobnou zprávu, respektuje přitom označení bodů a nastavení 
jednotky délky. 
  Ruka – hlavní nástroj pro manipulaci a výběr objektů, kliknutím na objekt pomocí  tohoto 
nástroje se objekt stává označený. Pro výběr více objektů naráz lze použít táhnutí myši při stisknutém 
levém tlačítku.  Všechny body spadající  do oblasti  tohoto výběru se stanou označené. Pokud jsou 
tímto způsobem označeny všechny body některého objektu, stává se i tento objekt označený.
Pokud  jsou  již  některé  body nebo objekty  označeny a  rozhodnete  se  označit  další,  stačí 
podržet klávesu Ctrl a pokračovat v označování. Stejně tak lze již označené body odznačit. V tomto 
případě již nelze použít výběr tažením myši.
Se všemi označenými body a objekty lze také hýbat, pokud splňují předpoklady popsané v 
odstavci 3.2.2.3.
  Přímka – konstrukce přímky pomocí dvou bodů. Postup viz. úsečka.
  Polopřímka – konstrukce polopřímky pomocí dvou bodů. Postup viz. úsečka.
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3.4.1.1 panel nástrojů
  Úsečka – konstrukce úsečky pomocí dvou bodů. 
● Zvolte první bod čáry – pokud není vybrán již existující bod, tak se vytvoří bod nový.
● Zvolte druhý bod čáry – podobně jako v prvním kroku. Při konstrukci úsečky se u kurzoru 
vypisuje aktuální vzdálenost od prvního bodu. Jde tedy velice jednoduše zkonstruovat úsečku 
o dané velikosti.
  Rovnoběžka – konstrukce rovnoběžky v určité vzdálenosti od dané čáry. 
● Zvolte čáru – nejprve je nutné vybrat čáru, ke které má být rovnoběžka sestrojena. Čára může 
být libovolného typu. Výběr je možný i prostřednictvím bodů, které na čáře leží. 
● Umístěte  rovnoběžku  –  nyní  je  potřeba  rovnoběžku  umístit.  Většinou  se  rovnoběžky 
sestrojují, aby procházely určitým bodem nebo aby ležely v určité vzdálenosti od výchozí 
čáry. Proto se při konstrukci u kurzoru zobrazuje aktuální vzdálenost rovnoběžných čar a čáru 
lze také umístit přímo do libovolného bodu. 
  Kolmice – konstrukce kolmice k určené čáře.
● Zvolte čáru – podobně jako u rovnoběžky je nutné nejprve zvolit základní čáru.
● Umístěte kolmici – v tomto bodě postupu je možné zvolit stejný bod jako při prvním kroku. 
Pokud je záměrem pouze libovolná kolmice na čáru, postačí tedy prostý dvojklik. Je však 
také možné zvolit libovolný bod na ploše, kterým pak bude kolmice procházet.
  Kružnice – konstrukce kružnice pomocí středu a druhého budu v určité vzdálenosti.
● Zvolte střed kružnice – podobně jako u konstrukce čar platí, že pokud bod neexistuje, tak se 
vytvoří nový.
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3.4.1.1.b
3.4.1.1.a konstrukce úsečky
● Zvolte poloměr – kružnici lze sestrojit tak, aby procházela určitým bodem, nebo aby měla 
určitý poloměr. 
  Úhel – konstrukce úhlu. Sestrojený úhel je vždy konvexní, pro zobrazení konkávního úhlu lze 
použít popup menu viz níže.
● Zvolte první rameno úhlu – prvním krokem musí být vždy výběr již existující čáry, ta bude 
použita jako jedno rameno úhlu.
● Zvolte vrchol úhlu – vrchol úhlu musí ležet na rameni zvoleném v předchozím kroku. Použije 
se buď již existující bod nebo se vytvoří nový.
● Zvolte druhé rameno úhlu – pokud byl vrcholem zvolen bod, který není součástí žádné jiné 
čáry, očekává aplikace libovolný bod. Mezi vrcholem a tímto bodem pak sestrojí polopřímku 
a vyznačí úhel. Pokud je vrchol součástí více čar a jedna z nich je zvolena jako druhé rameno, 
pak se polopřímka nesestrojuje a použije se zvolená čára. 
  Zobrazovat nápovědu – kontextovou nápovědu, lze tímto přepínačem vypnout nebo zapnout. 
3.4.1.2 Popup menu
Kliknutí  na  pracovní  plochu  pravým  tlačítkem  myši  vyvolá  popup  menu.  To  obsahuje  některé 
identické funkce jako panel nástrojů. Navíc však obsahuje dvě funkce, které nikde jinde dostupné 
nejsou. 
Rozdělit bod –  tato  funkce je  dostupná pouze pokud je  označený jediný bod a  pouze v 
případě, že je tento bod součástí více objektů bude vykonána. Jakým způsobem k dělení bodu dochází 
popisuje funkce SplitPoint (str. 17).
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3.4.1.1.c konstrukce kružnice
3.4.1.2 popup menu
Úhel – toto submenu umožňuje přepínání typu úhlů (konvexní ⇔ konkávní). Provede změnu 
typu u všech označených úhlů.
  Zavřít – ukončí aplikaci.
Ostatní funkce mají stejný význam a použití jako funkce panelu nástrojů. 
3.4.1.3 Panel „Vlastnosti“
Tento panel je při startu aplikace skryt. Vyvolat lze klepnutím myši na svislou modrou lištu v levé 
části  pracovní  plochy.  Součástí  panelu  jsou  dvě  samostatné  skupiny  ovládacích  prvků.  První  se 
vztahuje obecně na celou pracovní plochu, druhá se týká jednotlivých objektů.
Plocha
● přichytit  kurzor k  objektu – pokud je tato  volba aktivní  bude se kurzor  myši  v  blízkosti 
existujících objektů přesouvat na pozici těchto objektů.
● jednotka délky – zde lze nastavit, jaké jednotky se budou zobrazovat u vzdáleností. Jde však 
pouze  o  kosmetickou  úpravu,  aby  aplikace  nesváděla  žáky  k  nepsání  jednotek  délky. 
Jednotková míra aplikace je stanovena na 30px na 1 jednotku délky.
● barva pozadí – určuje barvu pozadí pracovní plochy. Lze tak nastavit dostatečně kontrastní 
plochu vůči objektům, v případě zhoršených vizuálních podmínek při projekci na plátno.
● velikost písma – určuje velikost zobrazených popisků na ploše v bodech.
Objekt
● označení, index – zobrazuje označení bodů s možností editace.
● styl čáry – na výběr je ze tří stylů: plná, tečkovaná, čerchovaná. Toto nastavení platí pouze 
pro objekty.
● šířka čáry – určuje šířku čáry v bodech,
● barva čáry – určuje barvu čáry.  Toto a předchozí dvě nastavení lze uplatnit  i  na skupinu 
objektů. Zároveň platí, že nově vznikající objekty použijí poslední zvolený styl.
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3.4.1.3. panel "Vlastnosti"
3.4.1.4 Klávesové  zkratky
Pro usnadnění práce podporuje aplikace řadu klávesových zkratek, některé jsou standardní na jiné je 
třeba si zvyknout. 
Ctrl+a – označí všechny objekty a body na ploše.
Ctrl+n – načte novou prázdnou plochu
Ctrl+o – otevření plochy ze souboru
Ctrl+r – rozdělení bodu
Ctrl+s – uloží pracovní plochu do souboru
Ctrl – samotná klávesa při použití nástroje ruka umožní k aktuálnímu výběru přidat další prvek
Shift – při stisknutí vypíná funkci přichytávání kurzoru
Delete – maže označené objekty
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4 Závěr
Úkolem  této  bakalářské  práce  bylo  vytvořit  aplikaci  reprezentující  virtuální  rýsovací  plochu 
s využitím znalosti počítačové grafiky a základních pedagogických principů. Aplikaci, která by se 
mohla reálně uplatnit při výuce geometrie.
V teoretické části  jsem popsal,  které  principy počítačové grafiky je pro takovou aplikaci 
vhodné použít,  které ne a z jakých důvodů. Také jsem popsal,  jakým způsobem s geometrickými 
útvary pracuje analytická geometrie a které z těchto způsobů jsou vhodné pro jednotlivé operace v 
rámci aplikace.   
Současná  verze  programu  nabízí  jednoduché  rýsování  a  možnost  práce  s  objekty.  Svým 
způsobem nabízí téměř vše, co je nezbytné pro libovolné konstrukce z osnov středních a základních 
škol. Má však i několik nedostatků, ale hlavně velké možnosti rozšíření. 
Požádal jsem několik osob o vyzkoušení aplikace. Převážně se jednalo o osoby technického 
zaměření,  včetně  dvou  učitelů  matematiky.  Z  jejich  reakcí  vyplynulo,  že  aplikace  je  dostatečně 
intuitivní, i když by určitá vylepšení ovládání snesla. Například jednodušší přístup k nástroji ruka. 
Ten by mohl být částečně implementován na pravém tlačítku myši,  je však nutné vyřešit  kolizi s 
popup menu. 
Množství rozšíření pak může přijít  v oblasti  konkrétních kapitol geometrie.  Na postraním 
panelu  je  ponecháno  dost  místa  na  ovládací  prvky  rozšiřujících  funkcí.  Například  prezentace 
shodných a podobných zobrazení. Tedy umožnit tvorbu obrazu podle vzoru tak, aby změna vzoru 
ovlivnila obraz, případně i opačně. A našla by se i další rozšíření, která by využila jádra rýsovacího 
systému. 
Hlavní  přínos  této  práce vidím v jednoduchosti  vzniklé  aplikace.  To by mohlo  přispět  k 
odbourání nejistoty i u méně zkušených počítačových uživatelů, kterých je mezi pedagogy základních 
a středních škol stále poměrně mnoho.    
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Příloha A
Kompilace
Varianta A
1. Nejprve  je  nutné  nainstalovat  grafickou  knihovnu  wxWidgets  2.8.9.  Instalační  soubor 
wxMSW-2.8.9-Setup.exe je na přiloženém CD v adresáři  /wxWidgets/. 
2. Nyní  je  možné  pomocí  přiloženého  souboru  /GeoMat/src/Makefile.win  zkompilovat  celý 
projekt.   
Varianta B
1. Nejprve  nainstalujte  wxDev-C++  ze  souboru  /wxDev-C++/wxdevcpp_6.10.2_setup.exe, 
vývojové prostředí, které implicitně obsahuje knihovnu wxWidgets. 
2. Otevřete  soubor  /GeoMat/src/Geomat.dev  v  programu  wxDev-C++  a  nechte  projekt 
zkompilovat. 
Varianty A/B
3. Vznikne spustitelný soubor Geomat.exe. 
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Příloha B
Obsah přiloženého CD
● wxDev-C++ - instalační balíček vývojového prostředí
● wxWidgets – instalační balíček grafické knihovny
○ docs – HTML dokumentace 
● GeoMat 
○ bin – spustitelná aplikace
○ src – zdrojové kódy projektu
○ text – elektronická verze technické zprávy
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