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V sklopu diplomske naloge je narejen pregled programskega jezika MicroPython in 
primerjava z najpogosteje uporabljenima programskima jezikoma za mikrokrmilnike. 
MicroPython smo uporabili za programiranje razvojne plošče Nucleo L476RG. Opravili 
smo namestitev MicroPython strojno-programske opreme na razvojno ploščo Nucleo 
L476RG, primerjali hitrost izvajanja programske kode z Arduinom Uno ter prikazali 
uporabo MicroPythona in Arduina na primerih sledilnega robota in PID krmiljenja 
elektromotorja. Kljub precej počasnejšemu izvajanju programske kode je MicroPythonova 
prednost predvsem v hitrosti izdelave programske kode in preprostosti programskega 




































In this thesis, the MicroPython programming language is reviwed and compared with the 
most frequently used microcontroller programming languages. MicroPython is used to 
program the Nucleo L476RG development board. The installation of MicroPython 
firmware on the Nucleo L476RG development board is presented. The speed of execution 
of the code is compared with Arduino Uno microcontroller. The use of MicroPython and 
Arduino is demonstrated in the case of line following robot and the case of PID control of 
an electric motor. In spite of the much slower execution of the code, MicroPython's 
advantage is above all in the speed of programming and the simplicity of the programming 
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Seznam uporabljenih simbolov 
Oznaka Enota Pomen 
   
U V napetost 
R Ω upornost 
   
   
   
n vrt/min
 
vrtljaji na minuto 
   
   
   
Indeksi   
   
   
   
   
   










Seznam uporabljenih okrajšav 
Okrajšava Pomen 
  
ADC Analogno digitalni pretvornik (ang. Analog-Digital Converter) 
CPU Centralno procesna enota (ang. Central processing unit) 
DC Enosmerni tok (ang. Direct Current) 
EEPROM Električno izbrisljiv programabilen bralni pomnilnik (ang. 
Electricaly Erasable Programmable Read-Only Memory) 
I/O Vhod/izhod (ang. Input/Output) 
IDE Arduino razvojno okolje (ang. Integrated Development 
Environment) 
IR Infrardeča 
LCD Zaslon s tekočimi kristali (ang. Liquid-crystal display) 
LED Svetlobna dioda (ang. Light-Emitting Diode) 
PID Proporcionalno integralno diferencialni (ang. Proportional-Integral-
Derivative) 
PWM Pulzno širinska modulacija (ang. Pulse width modulation) 
RAM Bralno-pisalni pomnilnik (ang. Random Access Memory) 
REPL Interaktivni tolmač (ang. read-evaluate-print loop) 
ROM Bralni pomnilnik (ang. Read-Only Memory) 
SRAM Statični bralno-pisalni pomnilnik (ang. Static Random Access 
Memory) 

















1.1. Ozadje problema 
Programske jezike ločimo med nizko-, srednje- in visoko nivojske jezike, glede na to kako 
blizu so najnižjemu programskemu nivoju, to je strojni kodi, ki jo razume CPU. Delimo jih 
tudi na prevajane in interpretirane oz. tolmačene jezike [1]. 
 
Obstajata dva načina za povezavo zunanjih naprav: preslikava vhodov in izhodov prek 
vodila (ang. port mapped I/O) ali spomina (ang. memory mapped I/O). Mikroprocesorji 
večinoma uporabljajo memory mapped I/O. Vendar pa oba načina na periferijo vplivata 
enako. 
Preslikava vhodov in izhodov prek spomina se preslika v isti naslovni prostor kot 
programski pomnilnik  ali uporabniški pomnilnik in je dostopen na enak način. Preslikava 
vhodov in izhodov prek vodila uporablja ločen namenski naslovni prostor in je dostopen 
preko namenskega nabora navodil za mikroprocesorje [2, 3]. 
 
Za programiranje mikrokrmilnikov se najpogosteje uporabljajo nizko in srednje nivojski 
programski jeziki, kot so zbirnik, C in C++. Nizkonivojski jeziki lahko upoštevajo vse 
posebnosti zgradbe CPU, zato so programi pisani v njih zelo učinkoviti in najbolje 
izkoriščajo pomnilnik. Razvoj programske kode v teh jezikih je zamudno in zahtevno 
opravilo predvsem za daljše programe, saj je potrebno biti pazljiv na veliko detajlov kot so 
npr. pravilna uporaba oklepajev in podpičij, deklariranje spremenljivk. Nujno je potrebno 
zelo dobro poznati delovanje strojne opreme ter osnove digitalne logike, elektronike in 
komunikacij ter poskrbeti, da ne pride do puščanja pomnilnika. 
 
Novo alternativo predstavlja visoko nivojski programski jezik MicroPython, ki izhaja iz 
programskega jezika Python. Računalniškim programerjem, vajenim programiranja v 
Pythonu, ki sodi med najbolj razširjene programske jezike, približa uporabo 
mikrokrmilnikov. Programiranja mikrokrmilnikov se lahko enostavno naučijo tudi tisti, ki 
se z programiranjem sicer ne ukvarjajo. Tako je možno uporabiti en programski jezik za 
celoten mehatronski sistem, npr. zajemanje podatkov s pomočjo programa v 
mikrokrmilniku napisanega v MicroPythonu, ki pošilja podatke na računalnik, na katerem 
je aplikacija napisana v Pythonu. Poleg tega je zelo dostopen, saj v nekaterih primerih (npr. 
za uprabo Pyboarda) ne potrebujemo nobenega posebnega orodja ali progama, le razvojno 






Cilj naloge je pregled programskega jezika MicroPython, ter opis lastnosti s katerimi se 
razlikuje od ostalih programskih jezikov za mikrokrmilnike, predvsem Arduino 
programskega jezika in C-ja. Preveriti moramo podprte mikrokrmilnike in ugotoviti 
zmožnost programiranja razvojne plošče Nucleo L476RG v MicroPython programskem 
jeziku in način nalaganja programske kode nanj. Opraviti je protrebno primerjavo 
Micropythona s platformo Arduino v načinu programiranja in delovanja, ter ugotoviti 
zmožnost uporabe aplikacij in dodatkov za razvojno ploščo Arduino Uno na razvojni 
plošči Nucleo L476RG. Primerjati moramo zmogljivosti med razvojno ploščo Nucleo 
L476RG, programirano v MicroPythonu in Arduinom Uno, z uporabo treh preizkusov 
zmogljivosti. Dva praktična primera, ki sta v osnovi narejena za uporabo z razvojno ploščo 
Arduino Uno, moramo uporabiti tudi z razvojno ploščo Nucleo L476RG. Na primeu 
sledilnega robota bomo prikazali bistvene razlike v programski kodi predvsem na področju 
zajemanja analognih signalov in uporabo PWM izhodov, na primeru PID krmilnjenja DC 








MicroPython je okrnjena in učinkovita izvedba programskega jezika Python 3. Vključuje 
majhno podskupino standardne knjižnice Pythona, ki je optimizirana za delovanje na 
mikrokrmilnikih [4]. 
 
Idejo o Python mikrokrmilniku je dobil teoretični fizik Damien George , ki je za izdelavo 
hodečega robota potreboval majhen, a zmogljiv mikrokrmilnik. Izdelal je mikrormilnik 
Pyboard in projekt leta 2013 prestavil na Kickstarterju. Kickstarter je spletna platforma, 
kjer lahko predstavimo svoj projekt širši javnosti in zbiramo zanj potrebna sredstva v 
časovnem obdobju enega meseca. Uspešnost projekta je odvisna od tega ali zberemo 
potrebne finance ali ne. Projekt Pyboard je bil uspešen, saj je presegel vse štiri zastavljene 
cilje. Najprej je zbral prvotni cilj financiranja £15000, nato drugi cilj £40000 več od 
prvotnega cilja in za to je pripravil knjižnico za možnost povezave z internetom preko Wi-
Fi modula CC3000. Kasneje je zbral £50000 več od prvotnega cilja in pripravil knjižnico 
za Ethernet povezavo preko WIZ820io modula. Ko je dosegel četrti cilj £60000 več od 
prvotnega cilja, je pripravil knjižnico za Wi-Fi modul NRF24L01, ki ima nizko porabo 
energije [5, 6]. 
 
Celotno jedro MicroPythona je na voljo za splošno uporabo pod zelo ohlapno MIT licenco. 
Večina knjižnic in razširitvenih modulov (nekateri so od tretjih oseb) je tudi na voljo pod 
MIT ali katero podobno licenco. MicroPython omogoča veliko naprednih funkcij, kot so 
hitra interaktivnost, samovoljna natančnost celih števil, zapirala, seznam razumevanj, 
generatorji, upravljanje izjem. Je dovolj kompakten, da  potrebuje minimalno 256kB 
prostora za kodo in 16kB RAM-a. 
 
Poleg tega ima nekaj posebnosti, s katerimi se razlikuje od ostalih vgradnih sistemov: 
‐ Interaktivni tolmač REPL (ang. read-evaluate-print loop) Omogoča nam izvajanje kode 
na mikrokrmilniku brez nalaganja nanj. To je uporabno za hitro razumevanje kode in 
preizkušanje na strojni opremi. 
‐ Obsežna programska knjižnica. 
‐ Razširitve. Izkušeni uporabniki lahko razširijo MicroPython z uporabo funkciji v 
nizkonivojskem jeziku C/C++  
 
Ker izhaja iz Pythona, je tudi MicroPython dinamično tipiziran in strogo interpretiran 
jezik. Tipi spremenljivk se, razen v primeru, ko to programer izvede z uporabo ustrezne 




MicroPython na mikrokrmilniku prevzame vlogo operacijskega sistema. Tako ima dostop 
in nadzor nad strojno kodo mikrokrmilnika. 
MicroPython ima možnost prevajanja kode v enega od treh formatov: bitna koda (ang. 
bytecode), ARM code in direktna strojna koda. Privzeta nastavitev je generiranje v bitno 
kodo. MicroPython je strogo interpretiran jezik [8]. 
 
 
Slika 2.1: Prevajanje in interpretacija MicroPython programske kode: predelano po [9] 
 
Kot prikazano na Sliki 2.1, je MicroPython programska koda najprej prevedena v bitno 
kodo. MicroPython VM virtualna naprava (ang. virtual machine) nato interpretira vsako 
vrstico kode posebej v strojno kodo, ki jo nato izvede CPU. Prevajalnik (ang. Compiler) za 
delovanje potrebuje nekaj RAM-a, ki postane na voljo ko je prevajanje končano. V 
določenih primerih, ko imamo na voljo zelo malo RAM-a, lahko s pomočjo navzkrižnega 
prevajalnika mpy-cross compiler predhodno prevedemo kodo v bitno kodo. 
 
 
2.1. Primerjava nekaterih MicroPython podprtih 
razvojnih plošč 
V MicroPythonu poleg Pyboarda in razvojnih plošč podjetja Pycom, ki so namensko 
izdelani za programiranje v MicroPythonu, lahko programiramo številne mikrokrmilnike 





Preglednica 2.1: Nekaj podprtih MicroPython mikrokrmilnikov 
Razvojna 
plošča 






























Frekvenca  168MHz 80MHz 80MHz 240MHz 72MHz 
Flash 1 MB 1 MB 4MB 4MB 256kB 

































Iz Preglednice 2.1 je razvidno, da večina podprtih razvojnih plošč uporablja 
mikrokrmilnike iz družine ARM Cortex-M4. ESP mikrokrmilniki so namenjeni predvsem 
Iot aplikacijam in so dimenzijsko zelo kompaktni. 
 
 
2.2. Osnovni Elementi v MicroPythonu 
Tako kot Python je tudi MicroPython objektni jezik. Vse v njem je objekt od seznamov, 
slovarjev, nizov, števil do modulov in funkcij, v smislu, da vse kar lahko priredimo 




To, čemur pravimo spremenljivka v MicroPythonu, je ime objekta. Ker je MicroPython 
dinamično tipiziran jezik, spremenljivk ne deklariramo, ter tudi zanje ne zahtevamo ali 
sproščamo prostora. Vse spremenljivke v MicroPythonu veljajo za lokalne, razen v 




Pozorni moramo biti pri uporabi imen. V primeru, da z enakim imenom poimenujemo 
najprej spremenljivko in nato funkcijo, ne bo javilo napake ampak bo tolmač pozabil 
spremenljivko in ostala bo samo funkcija s tem imenom. Vsa imena v MicroPythonu so 
enakovredna, tudi če ima en objekt več imen. 
 
 
 Osnovni podatkovni tipi 2.2.2.
Osnovni podatkovni tipi, ki jih MicroPython pozna: 
‐ Cela števila – int 
‐ Realna števila – float 
‐ Kompleksna števila – complex 
‐ Podatkovni tip bool 
‐ Konstanta NoneType  
 
Int v MicroPythonu nima omejitve velikosti oz. je omejen z velikostjo spomina 
mikrokrmilnika. Float predstavlja to kar v C-ju imenujemo double. 
  
S kompleksnimi števili, brez uporabe dodanih knjižnic, lahko rešimo preprostejše izračune. 
Podatkovni tip bool je izpeljan iz tipa int in vsebuje konstanti  True in False. 
 
None je konstanta tipa NoneType katero vračajo funkcije, ki ne vračajo ničesar. 
 
 
2.2.2.1. Pretvorbe podatkovnih tipov 
Podatkovne tipe lahko pretvarjamo iz enega tipa v drugega. V cela števila pretvorimo z 
ukazom int(), v realna pa z ukazom float(). 
 
Števila je možno pretvoriti tudi v niz, kar je uporabno predvsem pri izpisovanju na LCD 
zaslone. To storimo z ukazom str(). 
 
Pretvarjamo lahko tudi iz niza v številsko vrednost. V tem primeru moramo biti pozorni, 
saj je lahko v  nizu le eno celo ali realno število. Če je realno, ga lahko pretvorimo samo v  
podatkovni tip float. Celo število pa lahko pretvorimo iz niza v celo ali realno število. 
 
 
 Funkcija print 2.2.3.
V načinu REPL, ko se z MicroPythonom pogovrajamo v ukazni vrstici, funkcije print 
običajno ne uporabljamo, oz. funkcija print izpiše objekt, brez nje pa se izpiše objekt v 
obliki, kot bi ga opisali v programu, npr. niz se izpiše z navednicami. 
 
V programu funkcija služi za izpisovanje podanih argumentov preko serijske 
komunikacije. Funkcija print samodejno doda presledke med argumenti in se po izpisu 
samodejno postavi v novo vrstico. Med argumente oz. objekte, ki jih želimo izpisati, 
pišemo vejico npr.: 
MicroPython 
7 
time = 20 
print('Čas:', time, 'min') 
Program 2.1: Uporaba funkcije print 
Izpis: 
Čas: 20 min 




Funkcije uporabljamo za združevanje stavkov in blokov kode v zaključene celote, ki 
opravljajo zaključeno funkcionalnost. Funkcijo definiramo s ključno besedo def, ki ji sledi 
ime funkcije, nato v oklepaju sledijo imena argumentov. Tipov argumentov funkcij ne 
moremo navesti. Funkcija dobi argument, s katerim jo pokličemo. Če argument ni 
primernega tipa se pojavi težava nekje v funkciji. Glavi definicije funkcije sledi dvopičje, v 
naslednji vrstici moramo povečati zamik. S tem zamikom v Pythonu in MicroPythonu 
določamo, kaj je blok kode (v tem primeru blok znotraj funkcije). Zamik je lahko poljuben, 
priporočen je štiri presledke. Močno odsvetovana je uporaba tabulatorjev, ki so sicer 
dovoljeni. Fukcija brez rezultata v MicroPythonu ne obstaja, vse funkcije vračajo rezultat. 
Funkcija, ki ne vrne ničesar, vrne konstanto None. Z ukazom return vrnemo rezulatat, npr.: 
return izracun. Če napišemo samo return, funkcija vrne None. 
 
Ista funkcija lahko vrača rezultate različnih tipov. Če vrne več kot eno vrednost, so te 




Modul predstavlja imenski prostor v katerem so objekti oz. poljubna programska koda. 
Moduli so večinoma zbirke funkciji. Tudi knjižnice so neke vrste moduli. Tako kot 
program, je tudi modul datoteka s končnico .py. Razlika je v tem, da so programi 
namenjeni izvajanju, moduli pa, da jih programi uvozijo in uporabijo. 
 
Module uvozimo z ukazom import, ob katerem napišemo ime modula, ki ga želimo 
uvoziti. Ko modul uvozimo, se izvede celotna koda modula. Če modul poleg tega, da 
definira funkcije še kaj izpisuje se bo to izpisalo, ko modul uvozimo. Vse spremenljivke in 
funkcije ostanejo v imenskem prostoru z imenom modula. Če želimo klicati kakšen objekt 




Razred je ponavadi zbirka metod, ki lahko vsebuje še kaj npr. spremenljivke, funkcije. 
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V MicroPythonu lahko ustvarimo razrede, ki se uporabljajo podobno kot sestavljene 
podatkovne strukture. Razred definiramo s ključno besedo class, ki ji sledi ime razreda in 
dvopičje. Nato sledi vsebina razreda v zamiku: 
class ImeRazreda: 
    #vsebina razreda 
 
Program 2.2: Definicija razreda 
Ime metode se ne sme začeti z dvema podčrtajema, razen v primeru posebnih metod (npr. 
__init__, __str__). 
S pomočjo razredov ustvarjamo objekte [12, 13]. 
 
 
2.3. Sestavljene podatkovne strukture 
 Podatkovni tip niz 2.3.1.
Niz (ang. string) je sestavljen iz znakov. Podatkovnega tipa char, v katerega C shranjuje 
polje znakov, MicroPython nima. Znaki iz katerih je sestavljen niz so nizi dolžine 1. Niz 
lahko vsebuje vse znake po standardu Unicode, ampak to ne velja v načinu REPL. 
 
Nize pišemo med enojne ali dvojne narekovaje. To nam omogoča, da lahko znotraj niza, 
zapisanega z dvojnimi narekovaji, uporabljamo enojne narekovaje in obratno. V primeru, 
da želimo znotraj niza, zapisanega z dvojnimi narekovaji, uporabiti dvojne narekovaje, 
moramo pred njimi postaviti znak \ (vzvratna poševnica), ki ima enako nalogo, kot v večini 
ostalih programskih jezikih: \t  je tabulator, \n nova vrstica in \\ je ena vzvratna poševnica. 
Praviloma se mora niz začeti in končati v isti vrstici. Če želimo niz preko več vrstic, se ta 




Seznam (ang. list) je objekt tipa list. Objekti, ki jih vsebuje seznam, so lahko poljubnega 
tipa. Objekte v seznamu ločimo z vejico, pišemo jih znotraj oglatih oklepajev.  
 
Primer seznama: 
seznam = [6, 'Naloga', 7.19, 5000] 
Program 2.3: Definicija seznama 
Do poljubnega elementa v seznamu pridemo z indeksiranjem. Prvi element v seznamu ima 
indeks 0. Primer: 
seznam[2] 




Izpis 2.2: Izpis elementa iz seznama 
Indeksirati je možno tudi od zadaj. Zadnji element ima indeks -1, predzadnji -2 itd. 
Dostopamo lahko tudi do več elementov seznama z uporabo dvopičja. Npr.: se[1:] izpiše 
vse elemente od drugega do konca, se[2:6] dostopa do elementov z indeksi od 2 do 5, torej 
štirih elementov iz seznama z imenom se. Lahko pa dodamo še korak, npr. se[0:5:2] in 
tako dostopamo do prvega, tretjega in petega elementa v seznamu. V seznam lahko 
dodajamo ali iz njega odvzemamo elemente z uporabo metod append in remove. Če pa 
želimo dodati elemente, uporabimo ključno besedo append. Z ukazom tuple(), lahko 




Terka (ang. tuple) je objekt, ki je zelo podoben seznamu. Razlika je v tem, da ga ni možno 
spreminjati. Terke so seznami objektov znotraj okroglih oklepajev, ki so ločeni z vejico. 




Slovar (ang. dictionary) je objekt oz. podatkovna struktura tipa dict, v kateri do elementov 
(vrednosti) dostopamo preko unikatnih ključev. Implementiran je kot razpršena tabela 
(ang. hash table). Ko slovar definiramo, za to uporabimo zavite oklepaje, znotraj katerih 
zapišemo pare ključ:vrednost. Npr.: 
slov = {'Studenti':26, 'Profesorji':55, 'Asistenti':19} 
Program 2.5: Definiranje slovarja 
Elementi so v slovarju zloženi po vrstnem redu dodajanja, indeksiranje je samo s ključi. 
Vrednosti so lahko različnih tipov. Ključ je nespremenljiv. V nasprotnem primeru bi to 
zmedlo celostno strukturo. Prirejanje elementa s ključem, ki še ne obstaja v slovarju, 





Množica (ang. Set), je podatkovna struktura tipa set, katerega elemente pišemo v zavite 
oklepaje. Od slovarja se loči v tem, da nima ključev in da so med elementi samo vejice. V 
množici je lahko vsaka vrednost samo enkrat, ne dovoljuje podvojenih elementov. 
Kreiramo jo lahko z uporabo zavitih oklepajev ali z uporabo konstruktorja set(). Prazno 
množico je možno naredili le z uporabo konstruktorja, saj samo dva zavita oklepaja 




Elemente v množici lahko dodajamo z add, odvzemamo z remove oz. discard (če nismo 
prepričani ali je element v tej množici) ali v celoti izpraznemo s clear. Lahko pa ji dodamo 
vse elemente druge množice z metodo update. Z operatorjem in pa lahko preverimo ali 
množica vsebuje določen element [12, 14]. 
 
 
2.4. Krmilne strukture 
 If 2.4.1.
If predstavlja osnovno odločitveno strukturo, ki določa potek izvajanja programskih 
stavkov.  
 
Sintaksa odločitvene strukture if: 
If pogoj: 
    Stavek ali blok kode 
 
Oklepaji, ki oklepajo pogoje, so protrebni samo v primeru, ko jih potrebujemo zaradi 
prioritete operatorjev. 
 
Odločitveno strukturo if je možno razšitiri z uporabo ključne besede else, s katero 
določimo kaj naj se izvede, ko pogoj ni izpolnjen. Z uporabo ključne besede elif pa lahko 
dodamo še dodatne pogoje za izvrševanje v primeru, ko pogoj v if odločitvi ni izpoljen. 
Primer: 
If a < 10: 
    b = 20 
elif a < 20: 
    b = 30 
else: 
    b = 0 
Program 2.6: Prikaz if stavka 
 
 
 for zanka 2.4.2.
For zanka omogoča ponavljanje posameznih izrazov ali blokov kode. V for zanki se 
skriptni in prevajani jeziki pogosto razlikujejo, MicroPython se v tem primeru zgleduje po 
skriptnih jezikih. Zanka for pomeni iteracijo prek zaporedja. 
 
Npr. izpis elementov seznama s: 
s = [5,8,7] 
for i in s: 
    print(i) 






Izpis 2.3: Izpis for zanke 
Za zanko, v kateri gre števec i od začetne do končne meje, uporabimo funkcijo range, v 
kateri določimo začetno število, npr. 1, končna meja, npr. 10, ter korak, ki je lahko 
pozitiven ali negativen, npr. 2. 
for i in range(1,10,2): 
    print(i) 






Izpis 2.4: Izpis števil iz for zanke v območju od 1 do 9 s korakom 2 
Če ne napišemo začetnega števila in koraka, se uporabijo privzete vrednosti: začetno 
število 0, korak 1. Npr. za izpis prvih deset števil( vrednosti od 0 do 9): 
for a in range(10): 
    print(a) 
Program 2.9: For zanka za izpis števil od 0 do 9 
 
 
 While zanka 2.4.3.
Tudi while zanka je ponavljalna zanka, ki se izvaja dokler je pogoj izpolnjen. Za 
neprekinjeno izvajanje glavnega programa največkrat uporabimo zanko: 
while True: 
    #programska koda v tem zamiku 
 
Program 2.10: Prkaz definiranja while True zanke 
 
 
 Izhod iz zank 2.4.4.
Ključna beseda break nam omogoča na kateremkoli mestu prekinitev izvajanja zanke (for 
ali while). Pythonova in MicroPythonova posebnost je else, ki lahko sledi zanki in se 
izvede, če se zanka ni prekinila z break. To uporabljamo predvsem takrat, ko v zanki kaj 
iščemo ali poskušamo narediti. Ko to najdemo oz. naredimo, zanko prekinemo z break. V 




Možna je uporaba besede continue, ki zanko preskoči v naslednjo iteracijo, ampak se v 




Predstavljene so knjižnice v MicroPythonu v1.8.6, ki smo ga uporabili v nalogi. V ostalih 
verzijah se lahko knjižnice razlikujejo [15]. 
 
 
 Standardne knjižnice 2.5.1.
V MicroPythonu so vgrajene sledeče standardne knjižnice oz. knjižnice, ki so enake v 
Pythonu 3 in se na enak način uporabljajo tudi v MicroPythonu: 
- array – sezam numeričnih podatkov: 
▪ Razredi: append, extend 
- cmath – matematične funkcije za računanje s kompleksnimi števili:  
▪ Funkcije: sin, cos, exp, log, log10, phase, polar, rect, sqrt 
▪ Konstante: e, pi 
- gc – nadzor nad smetarjem: 
▪ Funkcije: enable, disable, collect, mem_alloc, mem_free 
‐ math – matematične funkcije: 
▪ Funkcije: acos, acosh, asin, asinh, atan, atan2, atanh, ceil, copysign, cos, cosh, 
degrees, erf, erfc, exp, expm1, fabs, floor, fmod, frexp, gamma, isfinite, isinf, isnan, 
ldexp, lgamma, log, log10, log2, modf, pow, radians, sin, sinh, sqrt, tan, tanh, trunc 
▪ Konstante: e, pi 
‐ select – čakanje na niz tokov: 
▪ Funkcije: poll, select 
▪ Razred Poll, metode: register, unregister, modify, poll  
‐ sys – sistemske funkcije: 
▪ Funkcije: exit, print_exception 
▪ Konstante: argv, byteorder, implementation, maxsize, modules, path, platform, 
stderr, stdin, stdout, version, version_info 
 
 
 Prilagojene Python knjižnice 2.5.2.
MicroPython vsebuje tudi nekaj Python knjižnic, ki so bile prilagojene, da delujejo 
optimalno v MicroPythonu. Imenujejo se enako kot knjižnice iz Pythona 3, iz katerih  
izhajajo, le da imajo na začetku dodano črko u. 
To so knjižnice: 
‐ ubinascii – binarno/ASCII pretvorbe: 
▪ Funkcije: hexlify, unhexlify, a2b_base64, b2a_base64 
‐ ucollections – zbiralniki in zbiranje vrst 
▪ Razredi: namedtuple, OrderedDict 
‐ uhashlib – zgoščevalni algoritem (ang. hashing algorithm) 
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▪ Konstruktor: sha256 
▪ Metode: update, digest, hexdigest 
‐ uheapq – algoritem čakalne vrste: 
▪ Funkcije: heappush, heappop, heapify 
‐ uio – vhodno/izhodni tokovi: 
▪ Funkcija: open 
▪ Razredi: FileIO, TextIOWrapper, StringIO, BytesIO 
‐ ujson – JSON kodiranje in dekodiranje: 
▪ Funkcije: dumps, loads 
‐ uos – osnovne funkcije operacijskega sistema: 
▪ Funkcije: chdir, getcwd, listdir, mkdir, remove, rmdir, rename, stat, statvfs, sync, 
urandom 
▪ Konstanta: sep 
‐ ure – redni izrazi: 
▪ Funkcije: compile, match, search, DEBUG 
▪ Regex objekti: match, search, split 
▪ Match objek: group 
‐ usocker – modul vtičnikov: 
▪ Funkcije: socket, getaddrinfo 
▪ Konstante: AF_INET, SOCK_STREAM, SOCK_DGRAM, IPPROTO_UDP, 
IPPROTO_TCP 
▪ Metode razreda socket: close, bind, listen, accept, connect, send, sendall, recv, 
sendto, recvfrom, setsockopt, settimeout, setblocking, makefile, read, readall, 
readinto, readline, write 
‐ ustruct – pakiranje in razpakiranje primitivnih podatkovnih tipov: 
▪ Funkcije: calcsize, pack, pack_into, unpack, unpack_from 
‐ utime – časovne funkcije: 
▪ Funkcije: localtime, mktime, sleep, sleep_ms, sleep_us, ticks_ms, ticks_us, 
ticks_cpu, ticks_add, ticks_diff, time 
‐ uzlib – zlib dekompresija: 
▪ Funkcija: decompress 
 
 
 MicroPython specifične knjižnice 2.5.3.
Specifične knjižnice za izvajanje funkcionalnosti MicroPythona: 
‐ machine – funkcije vezane na razvojno ploščo: 
▪ Razne funkcije: unique_id, time_pulse_us 
▪ Funkcije povezane z reseti: reset, reset_cause 
▪ Funkcije povezane z prekinitvami: disable_irq, enable_irq 
▪ Funkcije povezane z napajanjem: freq, idle, sleep, deepsleep 
▪ Konstante: IDLE, SLEEP, DEESLEEP, PWRON_RESET, HARD_RESET, 
WDT_RESET, DEEPSLEEP_RESET, SOFT_RESET, WLAN_WAKE, 
PIN_WAKE, RTC_WAKE 
▪ Razredi: ADC, ADCChannel, I2C, Pin, RTC, SD, SPI, Timer, TimerChannel, 
UART, WDT 
‐ micropython – dostop in nadzor MicroPython jedra: 
▪ Funkcije: mem_info, qsrt_info, alloc_emergency_exception_buf 
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‐ network – omrežne nastavitve: 
▪ Razred CC3K: 
▫ Konstruktor: CC3K 
▫ Metode: connect, disconnect, isconnected, ifconfig, patch_version, 
patch_program 
▫ Konstante: WEP, WPA, WPA2 
▪ Razred: WIZNET5K 
▫ Konstruktor: WIZNET5K 
▫ Metode: ifconfig, regs 
‐ uctypes – dostop do binarnih podatkov na strukturiran način: 
▪ Razred: struct 
▪ Strukture: LITTLE_ENDIAN, BIG_ENDIAN, NATIVE 
▪ Funkcije: sizeof, addressof, bytes_at, bytearray_at   
  
 
 Specifična Pyboard knjižnica pyb 2.5.4.
Knjižnica pyb je specifična knjižnica, vgrajena v MicroPython. Specifična je zgolj za 
delovanje na Pyboardu. Njene izpeljanke pa omogočajo delovanje na ostalih podprtih 
mikrokrmilnikih. Podobna je knjižnici machine. Knjižnica omogoča, da je MicroPython 
uporaben na mikrokrmilnikih. 
Nekatere funkcije, ki jih omogoča pyb knjižnica so: 
‐ Funkcije povezane s časom: delay, udelay, millis, micros, elapsed_millis, 
elapsed_micros  
‐ Funkcije povezane z reseti: hard_reset, bootloader 
‐ Prekinitvene funkcije: disable_irq, enable_irq 
‐ Funkcije upravljanja porabe energije: freq, wifi, stop, standby 




2.5.4.1. Specifični razredi 
Specifični razredi se med podprtimi razvojnimi ploščami lahko razlikujejo, saj so odvisni 
od periferije, ki jo razvojna plošča premore. 
Nekaj specifičnih razredov v pyb knjižnici za Pyboard: 
‐ Accel – upravljanje merilnika pospeška 
▪ Konstruktor: pyb.Accel 
▪ Metode: filtered_xyz, tilt, x, y, z 
‐ ADC – analogno digitalna pretvorba: 
▪ Konstruktor: pyb.ADC 
▪ Metode: read, read_timed 
‐ DAC – digitalno analogna pretvorba: 
▪ Konstruktor: pyb.DAC 
▪ Metode: init, deinit, noise, triangle, write, write_timed 
‐ CAN – upravljanje omrežnega komunikacijskega vodila: 
▪ Konstruktor: pyb.CAN 
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▪ Razred Methods: initfilterbanks 
▪ Metode: init, deinit, setfilter, clearfilter, any, recv, send, rxcallback 
▪ Konstante: NORMAL, LOOPBACK, SILENT, SILENT_LOOPBACK, LIST16, 
MASK16, LIST32, MASK32 
‐ ExInt – konfiguriranje digitalnih pinov za prekinitev pri zunanjih dogodkih: 
▪ Konstruktor: pyb.ExtInt 
▪ Razred methods: regs 
▪ Metode: disable, enable, line, swint 
▪ Konstante: IRQ_FALLING, IRQ_RISING, IRQ_RISING_FALLING 
‐ I2C – dvožilni serijski protokol: 
▪ Konstruktor: pyb.I2C 
▪ Metode: deinit, init, is_ready, mem_read, mem_write, recv, send, scan 
▪ Konstante: MASTER, SLAVE 
‐ LED – upravljanje vgrajenih led diod: 
▪ Konstruktor: pyb.LED 
▪ Metode: intensity, off, on, toggle 
‐ Pin – upravljanje digitalnih pinov: 
▪ Konstruktor: pyb.Pin 
▪ Razred methods: debug, dict, mapper 
▪ Metode: init, value, __str__, af, af_list, gpio, mode, name, names, pin, port, pull 
▪ Konstante:AF_OD, AF_PP, ANALOG, IN, OUT_OD, OUT_PP, PULL_DOWN, 
PULL_NONE, PULL_UP  
- PinAF – alternativne funkcije pinov: 
▪ Metode: __str__, index, name, reg 
‐ RTC – ura v realnem času: 
▪ Konstruktor: pyb.RTC 
▪ Metode: datetime, wakeup, info, calibration 
‐ Servo – upravljanje trižilnih hobby servomotorjev: 
▪ Konstruktor: pyb.Servo 
▪ Metode: angle, speed, pulse_width, calibration 
‐ Switch – vgrajene tipke: 
▪ Konstruktor: pyb.Switch 
▪ Metode: __call__, callback 
‐ Timer – upravljanje vgrajenih časovnikov: 
▪ Konstruktor: pyb.Timer 
▪ Metode: init, deinit, callback, channel, counter, freq, period, prescaler, source_freq 
- TimerChannel – nastavitve kanala časovnika: 
▪ Metode: callback, capture, compare, pusle_width, pulse_width_percent 
- SPI – trižilni serijski protokol: 
▪ Konstruktor: pyb.SPI 
▪ Metode: deinit, init, recv, send, send_recv 
▪ Konstante: MASTER, SLAVE, LSB, MSB 
- UART – Duplex serijska komunikacija: 
▪ Konstruktor: pyb.UART 
▪ Metode: init, deinit, any, writechar, read, readall, readchar, readinto, readline, write, 
sendbrak 
▪ Konstante: RTS, CTS 
- USB_HID – USB človeški vmesnik naprave: 
▪ Konstruktor: pyb.USB_HID 
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▪ Metode: recv, send 
- USB_VCP – navidezni vmesnik comm: 
▪ Konstruktor: pyb.USB_VCP 
▪ Metode: setinterrupt, idconnedted, any, close, read, readall, readinto, readline, 
readlines, write, recv, send 
 
 
2.6. Objektno orientirano programiranje 
V MicroPythonu lahko vsak program pišemo v proceduralnem slogu, kot je to v C-ju. Za 
daljše in zahtevnejše progame je primernejše objektno orientirano programiranje. Objekt 
sestavimo s klicem ustreznega razreda, oz. konstruktorja (posebne metote) v razredu. 
 
Ena od prednosti objektno orientiranega programiranja je dedovanje, to pomeni, da lahko 
nove razrede izpeljujemo iz že obstoječih (tudi iz vdelanih razredov) in preizkušenih, s tem 
nov razred podeduje vse lastnosti iz prvotnega razreda oz. prednika in hkrati mu lahko 
dodamo še nove metode in spremenljivke. 
 
Npr. Razred Drugi podeduje lastnosti (izpis printa) razreda Prvi: 
class Prvi(object): 
    def __init__(self): 
    print('lastnost prvega') 
 
class Drugi(Prvi): 
    def __init__(self): 
    super(Drugi, self).__init__() 




Program 2.11: Primer dedovanja razreda 
 
Izpisalo se bo: 
lastnost prvega 
lastnost drugega 
<Drugi object at 20002ef0> 
Izpis 2.5: Izpis primera dedovanja razreda 
 






3. Primerjava med MicroPythonom in 
Arduinom 
Arduino je odprtokodna platforma elektronike, ki jo sestavljajo strojna oprema, 
računalniški program oz. Integrirano razvojno okolje in programski jezik.  
 
Nekaj članov inštituta Interaction Design Institute Ivrea v Italiji je leta 2005 razvilo 
platformo Arduino kot pripomoček za hitro izdelavo prototipov ter za hobi, strokovne in 
izobraževalne namene. Arduino omogoča hitro in enostavno izdelvo preprostih 
avtomatiziranih sistemov. 
 
Prednosti Arduina pred podobnimi platformami so: 
‐ Ugodna cena razvojnih plošč 
‐ Neodvisnost od operacijskega sistema (ang. Cross-platform), Arduino IDE (Integrirano 
razvojno okolje), lahko uporabljamo na računalniku, ki ima nameščen operacijski 
sistem Windows, Linux ali Macintosh OSX. 
‐ Enostavno programsko okolje Arduino IDE je preprosto za uporabno za začetnike in 
dovolj fleksibilno za zahtevnejše uporabnike. 
‐ Odprtokodna in razširljiva programska oprema, vsak programer lahko prispeva k 
razvoju, programski jezik ima možnost razširitve s C/C++ knjižnicami in uporabo na 
ostalih mikrokrmilnikih. 
‐ Odprtokodna in razširljiva strojna oprema, sheme električnih vezij mikrokrmilnikov so 
prosto dostopne pod licenco Creative Commons. 
 
Za razvojne plošče Arduino, še posebno Arduino Uno in Mega je na voljo tudi veliko 
razširitvenih ploščic, ki se jih enostavno namesti na krmilnik npr. Bluetooth, GPS in GSM 
modul, LCD zaslon s tipkami, LAN vmesnik z bralnikom pomnilniških SD kartic [16]. 
 
Med Micropythonom in Arduinom je nekaj pomembnih razlik. 
Prva je ta, da je Arudino celoten »ekosistem« sestavljen iz: 
‐ Arduino IDE, računalniški program v kateremu pišemo kodo in s pomočjo katerega 
kodo prevedemo ter naložimo na mikrokrmilnik 
‐ Arduino programski jezik, ki je zasnovan na osnovi C/C++ programskega jezika 
‐ Arduino strojna oprema, razvojna plošča npr. Arduino Uno 
 
Medtem ko je MicroPython zgolj programski jezik, ki ne vključuje urejevalnika. Kodo 
pišemo v poljubnem urejevalniku besedila in jo nato s pomočjo preprostega orodja 
naložimo na mikrokrmilnik. 
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Druga razlika je ta, da je koda v MicroPythonu interpretirana, namesto prevedena v strojno 
kodo oz. ukaze katere CPU direktno procesira, kot to počne Arduino. Zato lahko 
MicroPython kodo poženemo na mikrokrmilniku brez nalaganja in prevajanja, kar je pri 
Arduinu nemogoče. Tako je razvijanje programske kode hitrejše in preprostejše z uporabo 
MicroPythona. 
 
Slabost MicroPython programskega jezika v primerjavi z nizkonivojskimi jeziki je, da  
zaradi interpretacije v ukaze, ki jih CPU razume koda počasneje izvajana od podobne 
Arduino kode, ki je prevedena ter lahko zasede nekaj več pomnilnika. To pa ne vpliva 
bistveno na zmogljivosti za normalno uporabo. Za zahtevnejše uporabnike, ki potrebujejo 
zelo hitro odzivno kodo, MicroPython ni najboljša izbira. Obstaja že prej omenjena 
možnost uporabe obeh načinov tako, da dobimo program, v katerem je glavna logika 
pregledna in enostavno razumljiva, kritični deli pa so napisani v nizkonivojskem jeziku. 
 
Pri pisanju kode je najopaznejša razlika v preglednosti in v uporabi oklepajev, ki jih je v 
micropythonu zelo malo, so pa zato zelo pomembni zamiki kode, ki nadomeščajo uporabo 
zavitih oklepajev v C-ju. Podpičji med stavki v micropythonu ni potrebno pisati, razen v 
primeru ko želimo v eno vrstico napisati več ukazov [8]. 
 
 





//Komentar v Arduinu 
 
V MicroPythonu ni možno narediti bločnih komentarjev (komentar preko več vrstic), 







Če v micropythonu na začetku programa z ukazom from pyb import delay uvozimo 
funkcijo delay, v kodi ni potrebno pisati pyb.delay, ampak samo delay.  
 













Če v micropythonu na začetku programa z ukazom from pyb import Pin uvozimo razred 
Pin, v kodi ni potrebno pisati pyb.Pin ampak samo Pin. 
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If stavek: 
if a > 5: 
    b = 10 
 
if (a > 5){ 





while a < 4: 
    a +=1 
 
while(a < 4){ 




for i in range(5): 
    print(i) 
 
for(int i=0; i<5; i++){ 




3.2. Uporabljeni razvojni plošči 
V nalogi smo uporabili razvojni plošči Arduino Uno in STM Nucleo-L476RG, prikazani 
na Sliki 3.1. Razvojna plošča STM Nucleo-L476RG ima nekatere pine postavljene enako 
kot razvojna plošča Arduino Uno, tako lahko na isti aplikaciji enostavno zamenjamo 
razvojno ploščo in se učimo programiranja v drugem jeziku, v našem primeru 
MicroPythonu. 
 
Preglednica 3.1: Primerjava uporabljenih razvojnih plošč 





Družina AVR ARM Cortex-M4 
Frekvenca ure 16MHz 80MHz 
Flash 32 kB 1 MB 
SRAM 2 kB 128 kB 
EEPROM 1 kB - 
PWM 6 10 
Analogni vhodi 6 (ADC 10bit) 16 (ADC 12bit) 
Digitalni pini 14 47 
Časovniki 3 10 
Najvišja dovoljena 
napetost na pinih 
5V 5V 
Dimenzije 53x68 68x80 
 
 
Iz Preglednice 3.1 je razvidno, da je Nucleo L476RG  zmoglivejši od Arduina Uno. Ima pa 
Nucleo L476RG izhod iz digitalnih pinov največ 3,3V, kar lahko povzroča težave s 
kompatibilnostjo z aplikacijami za Arduino Uno. Čeprav analogni vhodi sprejmejo do 5V, 
lahko upoštevajo samo do 3,3V. Arduino Uno ima pomnilnik EEPROM v katerega se 
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shranijo statične spremenljivke v primeru ponovnega zagona. Nucleo L476RG tega 
pomnilnika nima [11, 17]. 
 
 
Slika 3.1: Uporabljeni razvojni plošči 
 
 
3.3. Nalaganje MicroPython strojno-programske 
opreme 
Ker je razvojna plošča STM Nucleo-L476RG v osnovi pripravljena za programiranje v C-
ju, je za programiranje v micropythonu potrebno zamenjati strojno-programsko opremo v 
bralnem pomnilniku (ROM) mikrokrmilnika. Na spletni strani github.com najdemo 
seznam podprtih razvojnih plošč in mikrokrmilnikov, med njimi je tudi Nucleo-L476RG.  
 
Za pripravo mikrokrmilnika smo uporabili računalnik z nameščenim operacijskim 
sistemom Ubuntu 14.04 LTS, zaradi lažjega dostopanja do bralnega pomnilnika 
mikrokrmilnika, ter nameščanja potrebnih orodij na računalnik. 
 
Postopek za zamenjavo strojno-programske opreme je sledeč: 
Najprej je potrebno na računalnik namestiti pakete: build-essential, libreadline-dev, 
libffi-dev ter git. 
 
To naredimo tako, da v Terminal vpišemo ukaz: 
sudo apt-get install build-essential libreadline-dev libffi-dev git 
Nato z ukazom: 
git clone https://github.com/micropython/micropython.git 
kloniramo mapo z datotekami v naš računalnik. 
 
V terminalu odpremo mapo micropython/unix, to stroimo z ukazom: 
cd ./micropython/unix  
In tam izvršimo ukaza: 
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make axtls 
in nato še 
make 
Sedaj imamo v računalniku nameščen micropython.  
 
Za STM verzijo micropythona, katera je ustrezna za naš mikrokrmilnik, potrebujemo še 
ARM prevajalnik, ki ga namestimo  z ukazom : 
 sudo apt-get install gcc-arm-embedded 
Če nam javi konflikt z orodjem gcc-arm none-eabi, moramo najprej tega odstraniti z 
ukazom: 
sudo apt-get remove gcc-arm-none-eabi 
 
Ker se naš mikrokrmilnik povezuje preko vgrajenega razhroščevalnika Stlink,  je potrebno 
tudi slednjega namestiti, ker za operacijski sistem Ubuntu ni na voljo programskega 
paketa. Za to potrebujemo najprej orodja cmake, lib usb1.0, lib-gtk-3-dev in stlink-gui, 
ter moramo nato Stlink sestaviti ((ang.) Build). Vsa ta orodja namestimo z ukazi enako kot 
prejšnja: sudo apt-get install (ime orodja). Nato kloniramo mapo z datotekami iz spletne 
strani github: 
git clone https://github.com/texane/stlink.git 
 
Potrebno je ustvariti skupino uporabnikov z imenom stlink, ter vanjo dodati uporabnika ki 
želi zaganjati stlink. To storimo z ukazoma: 
addgroup stlink in sudo adduser »imeuporabnika« stlink 
 
Iz klonirane mape stlink v podmapi etc/udev/rules.d skopiramo datoteke v istoimensko 
sistemsko mapo /etc/udev/rules.d. Sledi ponovni zagon računalnika in nato ukaz: 
sudo udevadm control --reload-rules 
 
Dodatno za Ubuntu je potrebno izvesti še naslednja ukaza; 
git archive --prefix=$(git describe)/ HEAD | bzip2 --stdout > ../libstlink_$(sed -En -e 
"s/.*\((.*)\).*/\1/" -e "1,1 p" debian/changelog).orig.tar.bz2 
in 
debuild -uc -us 
 
Sedaj lahko povežemo mikrokrmilnik z računalnikom v bootloader načinu. To storimo 
tako, da držimo tipko reset in nato priklopimo usb kabel. Ko led dioda LD1 neha utripati, 
spustimo tipko reset. 
V terminalu odpremo mapo micropython/stmhal  (cd ./micropython/stmhal) in vpišemo 
ukaz: 
sudo make BOARD=NUCLEO_L476RG deploy-stlink 
 
Če imamo kakšen drug STM mikrokrmilnih ali drugo razvojno ploščo namesto 
NUCLEO_L476RG, napišemo ime podmape v mapi boards z imenom izbrane razvojne 
plošče. Po končanem postopku je mikrokrmilnik prirpravljen na programiranje v 
micropythonu. V našem primeru smo namestili MicroPython verzijo 1.8.6 [18]. 
 
 
3.4. Nalaganje datotek in dostopanje do mikrokrmilnika 
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Za nalaganje (Micro)Python datotek smo uporabili orodje Adafruit MicroPython tool 
(ampy). Namestimo ga s pomočjo modula pip oz. pip3, odvisno katero verzijo Pythona 
imamo na računalniku. V terminal vpišemo ukaz: 
sudo pip3 install adafruit-ampy 
 
Datoteko z glavno programsko kodo, ki jo želimo pognati na mikrokrmilniku 
poimenujemo main.py in v terminalu odpremo mapo, v kateri imamo shranjeno to 
datoteko, ter poženemo ukaz: 
ampy –p /dev/ttyACM0 put main.py 
 
Na enak način naložimo tudi module, če jih potrebujemo. Nekatere razvojne plošče 
dovoljujejo nalaganje datotek s preprosto metodo povleci in spusti. To na Nucleo L476RG 
z MicroPython strojno-programsko opremo ni možno. Po nalaganju moramo pritisniti 
tipko reset, da se naloženi program začne izvajat. 
 
Orodje ampy nam lahko tudi izpiše vsebino datoteke oz. modula, ki je naložen na 
mikrokrmilniku, to storimo z enakim ukazom kot za nalaganje, le da namesto put napišemo 
get [19]. 
 
Če pa želimo datoteko s programsko kodo le pognati na mikrokrmilniku brez nalaganja, to 
storimo tako, da namesto put napišemo run. Koda se v tem primeru izvaja dokler je to 
določeno v kodi, ali pa dokler ne pritisnemo tipko reset oz. mikrokrmilnik izgubi 
napajanje.  
 
Za dostopanje do mikrokrmilnika smo uporabili orodje Picocom, ki ga namestimo z 
ukazom: 
sudo apt-get install picocom 
Uporabimo lahko tudi druga podobna orodja npr. c-kermit. 
 
Za zagon orodja v teminal vpišemo: 
picocom –b 115200 /dev/ttyACM0 
(prva vrstica na Sliki 3.2), z delom ukaza –b 115200 spremenimo hitrost komunikacije, ki 
je na picocom po defaultu 9600, ki pa ni primerna za komunikacijo z našim 
mikrokrmilnikom [18]. 
 
S pomočjo orodja Picocom lahko ugotovimo tudi morebitne napake v programski kodi.  
Če se program ne zažene, v našem primeru zelena lučka na mikrokrmilniku trikrat utripne 
in s tem sporoči, da je prisotna napaka v programski kodi. Kot je prikazano na Sliki 3.2, se 
za ugotovitev napake povežemo z mikrokrmilnikom preko orodja picocom, ki nam izpiše 
kratek opis napake, ter v kateri vrstici je prisotna napaka. Če napaka ni takoj izpisana s 
pritiskom na tipko reset, na mikrokrmilniku ponovno izpiše napako. Na Sliki 3.3 je 
prikazana napaka v kodi, ki nam jo javlja orodje Picocom. To je nepravilen zamik 
označenega teksta. 
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Slika 3.3: Prikaz javljene napake v programski kodi 
 
Z orodjem picocom lahko vpisujemo ukaze oz. neposredno komuniciramo z  
mikrokrmilnikom (REPL način). Torej lahko beremo stanja vhodov, določamo stanja 
izhodov, izvajamo zanke, ko se glavni program main.py ne izvaja. Na Sliki 3.4 je 
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prikazana koda zanke v REPL za  izpisovanje analogne vrednosti iz IR senzorjev, na Sliki 
3.5  pa njeno izvajanje. 
 




Slika 3.5: Izpis vrednosti senzorjev v zanki 
 
Kot pomoč nam služi tipka TAB, ki samodejno dopolni ukaz, npr. če napišemo samo prvo 
črko ukaza in nato pritisnemo TAB. V primeru, da ima ukaz več možnosti, napišemo ukaz 
in piko, ter nato pritisnemo TAB. Izpiše se nam seznam vseh možnosti. 
 
Za izhod iz orodja Picocom oz. REPL načina držimo ctrl, ter pritisnemo najprej A in nato 
X.  
 
Tako način REPL, kot nalaganje na mikrokrmilnik ni možno, ko se naložen glavni 
program izvaja. Program, ki vsebuje neskončno while zanko, se vedno neprekinjeno izvaja. 
Če ga želimo prekiniti, moramo pred priključitvijo mikrokrmilnika na računalnik držati 
modro tipko User B1. Držati jo moramo še po priključitvi, dokler zelena led dioda LD2 
utripa. Ali držati modro tipko in pritisniti reset, ter še vedno držati modro tipko, dokler 
zelena led dioda utripa. V tem primeru se glavni program ne zažene. 
 
Z orodjem picocom lahko tudi izpisujemo podatke, ki jih v glavnem programu main.py 
pošiljamo preko serijske komunikacije z ukazom print(). To storimo tako, da orodje 
picocom zaženemo medtem ko se izvaja glavni program.  




3.5. Primerjava zmogljivosti 
Za primerjavo zmogljivosti mikrokrmilnikov in hitrosti izvajanja kode smo uporabili tri 
merila (ang. benchmarks) zmogljivosti: 
‐ Množenje matrik 
‐ Newtonova aproksimacija števila pi 
‐ Hitrost digitalnih pinov 
Zaradi primerjave hitrosti izvajanja kode na enako zmogljivi razvojni plošči Nucleo 
L476RG smo v primerjavo vključili tudi program napisan v C-ju. Tako imamo enak 
program napisan v treh različnih programskih jezikih (MicroPython, Arduino in C/C++). 
 
 
 Množenje matrik 3.5.1.
Množimo dve matriki 5x5 in izpišemo preko serijske komunikacije za to potrebni čas v 
mikrosekundah. Za množenje matrik smo uporabili štiri for zanke [20]. Potrebni časi za 
izračun so prikazani v Preglednici 3.2. 
Preglednica 3.2: Primerjava časov za množenje 5x5 matrik 
Nucleo L476RG 
(MicroPython) 
Arduino Uno Nucleo L476RG 
(C/C++) 




















    starttime= pyb.micros() 
    for j in range(1000): 
        for m in range(5): 
            for p in range(5): 
                m3 [m] [p] = 0 
                for n in range(5): 
                    m3[m][p] += m1[m][n]*m2[n][p] 
    endtime=pyb.micros() 
    looptime=endtime-starttime 
    print(looptime) 
 
const float m1[5][5] = { {0.0001, 0.001, 0.01, 
0.1, 1},{0.001, 0.01, 0.1, 1, 10},{0.01, 0.1, 1, 
10, 100},{0.1, 1.0, 10, 100, 1000},{1, 10, 100, 
1000, 10000} };  
 
const float m2[5][5] = { {0.0001, 0.001, 0.01, 
0.1, 1},{0.001, 0.01, 0.1, 1, 10},{0.01, 0.1, 1, 
10, 100},{0.1, 1.0, 10, 100, 1000},{1, 10, 100, 
1000, 10000} };  
 
float m3[5][5];  
 
void setup() { 
  Serial.begin(115200); 
  delay(100); 
} 
 
void loop() { 
int j, m, n, p; 
unsigned long starttime; 
unsigned long endtime; 
unsigned long looptime; 
 
while(1 > 0){ 
starttime = micros();  
for(j = 0; j < 1000; j++) { 
    for(m = 0; m < 5; m++) { 
        for(p = 0; p < 5; p++) {  
            m3[m][p] = 0;  
            for(n = 0; n < 5; n++) { 
                m3[m][p] += m1[m][n] * m2[n][p]; 
            } 
        } 
    }  
} 
endtime = micros();  
looptime = endtime - starttime; 
Serial.println(looptime); 




Serial pc(USBTX, USBRX); 
const float m1[5][5] = { {0.0001, 0.001, 0.01, 
0.1, 1},{0.001, 0.01, 0.1, 1, 10},{0.01, 0.1, 1, 
10, 100},{0.1, 1.0, 10, 100, 1000},{1, 10, 100, 
1000, 10000} };  
const float m2[5][5] = { {0.0001, 0.001, 0.01, 
0.1, 1},{0.001, 0.01, 0.1, 1, 10},{0.01, 0.1, 1, 
10, 100},{0.1, 1.0, 10, 100, 1000},{1, 10, 100, 
1000, 10000} };  
float m3[5][5];  
Timer t; 
  
int main() { 
  while(1) { 
int j, m, n, p; 
pc.baud(115200); 
 
while(1 > 0){ 
t.start();  
for(j = 0; j < 1000; j++) { 
    for(m = 0; m < 5; m++) { 
        for(p = 0; p < 5; p++) {  
            m3[m][p] = 0;  
            for(n = 0; n < 5; n++) { 
                m3[m][p] += m1[m][n] * m2[n][p]; 
            } 
        } 
    }  
} 
t.stop();  
pc.printf("Cas: %d us\n",t.read_us()); 
wait(10); 
t.reset(); 
}     
} 
} 
Program 3.1: Množenje matrik v MicroPythonu Program 3.2: Množenje matrik v Arduinu Program 3.3: Množenje matrik v C-ju 




 Newtonova aproksimacija števila π 3.5.2.




 tako, da odšteva in sešteva. Program opravi 1000000 iteraciji, ter izpiše za to 
potrebni čas v milisekundah in izračunano vrednost števila π [21]. Rezultati in časi so 
prikazani v Preglednici 3.3. 
  
Preglednica 3.3: Primerjava časov aproksimacije števila pi 
 Nucleo L476RG 
(MicroPython) 
Arduino Uno Nucleo L476RG 
(C/C++) 
Potreben čas za 
aproksimacijo 
85 193ms 56 637ms 6 495ms 
Aproksimirano 
število pi 
3,141597 3,1415972709 3,141594 
 
 
Dobili smo rezultat na 5 decimalk natančno, najhitreje je izračunal Nucleo programiran v 
C-ju. 
Primerjava med MicroPythonom in Arduinom 
 
28 




    i=2 
    pi=1.0 
    x=1.0 
    niter = 1000000 
    start = pyb.millis() 
    count = 0 
    print("trials =",niter) 
    for i in range(2,niter): 
        x *=-1.0 
        pi += x/(2.0*i-1) 
    time = pyb.millis()-start 
    pi = pi*4.0 
    print("Estimate of pi:",pi) 
    print("Time:",time,"ms") 
    pyb.delay(10000) 
 
#define ITERATIONS 1000000L    
 




void loop() { 
  
 unsigned long start, time; 
 unsigned long niter=ITERATIONS; 
 unsigned long i; 
 double x = 1.0; 
 double temp, pi=1.0; 
 
 start = millis();   
 
 Serial.print("Beginning "); 
 Serial.print(niter); 
 Serial.println(" iterations..."); 
 Serial.println(); 
  
 for ( i = 2; i < niter; i++) { 
   x *= -1.0; 
   pi += x / (2.0*(double)i-1); 
 } 
 
 time = millis() - start; 
 pi = pi * 4.0; 
 
 Serial.print("# of trials = "); 
 Serial.println(niter); 
 Serial.print("Estimate of pi = "); 
 Serial.println(pi, 10); 









int main() { 
    pc.baud(115200); 
     
     
    while(1) { 
        unsigned long niter=1000000; 
        unsigned long i=2;         
        double x = 1.0; 
        double pi=1.0; 
        t.start(); 
         
       for (i = 2; i < niter; i++){ 
   x *= -1.0; 
   pi +=x/(2.0*(double)i-1); 
   
   } 
   t.stop(); 
   pi = pi * 4.0; 
   pc.printf("\nCas: %d ms",t.read_ms()); 
   pc.printf("\nStevilo: %f ",pi); 
   wait(10); 
   t.reset(); 
   
 } 
} 
Program 3.4: Aproksimacija števila π v 
MicroPythonu 
Program 3.5: Aproksimacija števila π v Arduinu Program 3.6: Aproksimacija števila π v C-ju 
 




 Hitrost digitalnih pinov 3.5.3.
Najprej izmerimo potrebni čas za izvajanje 1000000 preklopov stanja digitalnega pina D2. 
Nato še izmerimo potrebni čas za 1000000 branj stanja digitalnega pina D3 [22]. Časi so 
prikazani v Preglednici 3.4. 
Preglednica 3.4: Rezultati preklapljanja in branja digitalnih pinov 
 Nucleo L476RG 
(MicroPython) 
Arduino Uno Nucleo L476RG 
(C/C++) 
Čas 1000000 preklopov 36 215 621µs 184 592µs 212 739µs 
Čas 1000000 branj 28 821 111µs 100 336µs 43 801µs 
 
 
V tem primeru je za preklapljanje stanja izhoda na digitalnem pinu najhitrejši Arduino 
Uno, za branje stanja digitalnega pina pa Nucleo programiran v C-ju. 
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sampleSize = 1000000 
 
p2 = pyb.Pin('D2',pyb.Pin.OUT) 
p3 = pyb.Pin('D3',pyb.Pin.IN) 
 
print("DigitalWrite") 
lastTime = pyb.micros() 
 
for i in range(sampleSize): 
    p2.high() 





lastTime = pyb.micros() 
 
for i in range(sampleSize): 
    n = p3.value() 
print("Čas:",pyb.micros()-lastTime,"us") 




  delay(50); 
  Serial.begin(115200); 
  int n; 
   
  pinMode(2, OUTPUT); 
  pinMode(3, INPUT); 
 
  Serial.println("digitalWrite:"); 
  lastTime = micros(); 
  for(int i =0; i < sampleSize; i++){ 
    digitalWrite(2, HIGH); 
    digitalWrite(2, LOW); 
  } 
  printTime( micros() - lastTime); 
 
  Serial.println("digitalRead:"); 
  lastTime = micros(); 
  for(int i =0; i < sampleSize; i++){ 
    n = digitalRead(3); 
  } 





void printTime( long microsecs){ 
  Serial.print("time: "); 
  Serial.println(microsecs); 
} 
#include "mbed.h" 






int main() { 
    pc.baud(115200); 
    int n=0; 
    int sampleSize = 1000000; 
     
    pc.printf("DigitalWrite:\n"); 
    t.start(); 
    for(int i = 0; i < sampleSize; i++){ 
    d2.write(1); 
    d2.write(0); 
  } 
  t.stop(); 
  pc.printf("Cas: %d us\n",t.read_us()); 
  t.reset(); 
   
  pc.printf("DigitalRead\n"); 
  t.start(); 
  for(int i = 0; i < sampleSize; i++){ 
    n=d3.read(); 
  } 
  t.stop(); 
  pc.printf("Cas: %d us\n",t.read_us()); 
  t.reset();  
} 
Program 3.7: Merjenje časa preklopa pinov v 
MicroPytohnu 
Program 3.8: Merjenje časa preklopa pinov v 
Arduinu 
Program 3.9: Merjenje časa preklopa pinov v C-ju 
 
 






Slika 3.6: Graf rezultatov vseh treh preizkusov 
 
Pričakovali smo, da bo MicroPython najpočasnješi zaradi interpretacije kode po vsaki 
vrstici posebej. A vseeno je razlika v primerjavi s kodo napisano v jeziku C, ki je bila 
pognana na isti razvojni plošči, zelo velika. Koda v C-ju je hitrejša zaradi svoje 
preprostosti, ker mikrokrmilnik procesira samo kodo, brez nepotrebnih dodatkov 
(samodejno smetarjenje (ang. garbage collection), dinamičnega določanja tipa 
spremenljivk (ang. dynamic typing) in ostalih podobnih dodatkov, ki olajšajo delo 
programerju, a upočasnijo hitrost izvajanja kode. 
  
Tudi med Arduinom in C-jem je nekaj razlike v hitrosti, ki pa ni tako velika kot v 
primerjavi z MicroPythonom, razen v primeru aproksimacije števila π. V preklopih stanja 
digitalnih pinov je sicer z majhno prednostjo najhitrejši Arduino, verjetno zato, ker je 
programski jezik Arduino narejen in optimiziran samo za uporabo na Arduino razvojnih 
ploščah. 
 
































4. Primeri  
4.1. Sledilni robot 
Robot sledi črni črti na beli podlagi. Črto zaznava s pomočjo treh IR senzorjev. Za 
pomikanje skrbita dva DC elektromotorja. 
 
Po programu robot pospeši levo kolo, ko desni senzor zazna črto, takrat je vrednost iz 
senzorja višja od mejne, ali desno kolo, ko levi senzor zazna črto. Tako levi in desni senzor 
skušata ostati na beli podlagi. V primeru, da sta oba senzorja ob črti in je sredinski senzor 
na črti, se kolesi vrtita enako hitro. 
 
V tem primeru smo naleteli na nekaj težav pri uporabi razvojne plošče Nucleo L476RG. 
Sledilni robot je izdelan za uporabo z razvojno ploščo Arduino Uno, ki je malo manjša od 
Nucleo L476RG, katera ima ob straneh še dodatne pine. Zato je bilo potrebno izdelati 
»podaljške« za pine, ki so prikazani na Sliki 4.2. Na Sliki 4.1 je prikazan sledilni robot z 
nameščeno razvojno ploščo Nucleo L476RG na levi in Arduino Uno na desni.  
 
 






Slika 4.2: Razvojna plošča Nucleo L476RG s podaljški pinov 
 
 
 Zaznavanje črte 4.1.1.
Za zaznavanje črte smo uporabili 3 IR senzorje QRE1113 prikazane na Sliki 4.3. Vsak 
senzor je na analogni vhod vezan preko 10KOhm upora za dvig napetosti. Tako na 
analogni vhod dobimo vrednosti do 4,8V. 
 
 




Pri uporabi z razvojno ploščo Nucleo L476RG se analogne vrednosti med belo in črno 
podlago niso bistveno razlikovale, kar je povzročilo nepravilno delovanje robota. Ugotovili 
smo, da mikrokrmilnik Nucleo sprejme 5V, ampak obdela samo do 3,3V. Zato smo po 
enačbi (4.1) za delilnik napetosti, prikazan na Sliki 4.4, izračunali vrednost uporov, ki jih 
moramo dodati med analogni vhod in maso kot je z rdečo barvo prikazano na Sliki 4.5. 
Izračunana vrednost uporov za spust napetosti (ang. pull down) je 20kΩ. Ker smo imeli 
22kΩ upore na zalogi, smo jih uporabili in niso povzročili dodatnih težav. Ker ima 
razvojna plošča pine, ki so enaki na Arduinu Uno, podvojene, smo te uporabili za priklop 
uporov za spust napetosti, kot je to prikazano na Sliki 4.64.64.6. Tako smo rešili problem 
analogne vrednosti iz senzorjev, brez poseganja na vezje robota in s tem na 
kompatibilnostjo z razvojno ploščo Arduino. 
 
 










Slika 4.5: Shema senzorjev z dodanimi upori za spust napetosti 
 
 
Slika 4.6: Namestitev uporov za spust napetosti 
 
 
 DC elektromotorja 4.1.2.
Za premikanje robota skrbita dva DC elektromotorja, ki jih krmilimo preko integriranega 
vezja L293, ki vsebuje dva H-mostička, katera lahko neodvisno eden od drugega krmilita 
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dva elektromotorja. Hitrost reguliramo z uporabo pulzno širinske modulacije (PWM) 
izhoda. 
 
Pulzno širinska modulacija je tehnika, s katero digitalni izhod simulira analogno vrednost. 
To stori z določenim časovnim preklapljanjem stanja na izhodu, kot je prikazano na Sliki 
4.7. Z različno širino obratovalnega pulza oz. cikla določamo kolikšno vrednost celotne 
napetosti želimo na izhodu. Pri Arduinu dobimo na  izhodu lahko vrednosti od 0 do 5V, pri 
Nucleu pa od 0 do 3,3V [23]. 
 
 
Slika 4.7: Pulzno širinska modulacija 
 












int Mot_L = 11; 









Določanje PWM je enostavnejše v Arduinu, saj v ukaz analogWrite samo vstavimo 
številko pina na katerem želimo PWM. ter vrednost PWM med 0 in 255 (255 predstavlja 
100% obratovalnega cikla). V micropythonu je potrebno poznati številko časovnika (ang. 
timer), ki je povezan na pin na kateremu želimo PWM izhod. Če želimo na dveh pinih 
različen PWM, moramo paziti, da ne izberemo za oba enakega časovnika. Po časovniku 
sledi izbor kanala časovnika in nato kanalu z možnostjo pulse_width_percent določimo 
vrednost pwm od 0 do 100. 
 
 
 Komentar rezultatov 4.1.3.
Z majhnimi prilagoditvami je bilo možno uporabiti razvojno ploščo Nucleo L476RG na 
sledilnem robotu, izdelanem za uporabo z razvojno ploščo Arduino Uno. Delovanje je pri 
nižjih hitrostih enako z obema razvojnima ploščama. Pri višjih hitrostih in v določenih 
zavojih ima Nucleo nekaj težav s sledenjem, najverjetneje zaradi počasnejšega izvajanja 
kode ali pa zaradi bolj natančnega zajemanja analognih signalov na ožjem razponu, saj ima 
Nucleo 12bitni analogno digitalni pretvornik v območju od 0 do 3,3V. Tudi najvišja hitrost 
robota je nižja z Nucleom, saj je izhod iz digitalnega pina največ 3,3V. 
 
 
4.2. PID krmiljenje DC elektromotorja 
V primeru je prikazana regulacija števila vrtljajev DC elektromotorja s pomočjo 
induktivnega senzorja. S pomočjo induktivnega senzorja merimo število vrtljajev 
elektromotorja in preko PID krmilnega algoritma ustrezno povečamo oz. zmanjšamo 
PWM. Kot je prikazano na Sliki 4.8, željeno število vrtljajev in smer vrtenja nastavljamo s 
pomočjo tipk in LCD zaslona HD44780 16x2, na katerem se izpisuje še trenutno število 
vrtljajev in trenutni % PWM. Elektromotor krmilimo preko integriranega vezja L298N, ki 
vsebuje dva H-mostička, katero lahko neodvisno eden od drugega krmilita dva 
elektromotorja. V našem primeru uporabljamo samo en H-mostiček. 
 
V programu z uporabo prekinitve štejemo vrtljaje in nato izračunamo vrtljaje na minuto, ki 
jih odštejemo od nastavljenih. Glede na razliko PID krmilni algoritem določi vrednost 
PWM na elektromotor oz. H- mostiček. Glede na analogno vrednost iz vhoda A0, s 
funkcijo določamo katera tipka na kontrolni plošči je pritisnjena oz. ugotavljamo če sploh 









Slika 4.9: Blok shema sistema 
 
 
 PID krmilni algoritem 4.2.1.
Proporcionalni integrirni diferencirni krmilni algoritem je najpogosteje uporabljen krmilni 
algoritem. Kot je prikazano na Sliki 4.10 ga sestavljajo tri komponente: proporcionalna 
(P), integrirna (I) in diferencirna (D). V našem primeru smo uporabili vse tri komponente, 




Slika 4.10: Blokovna shema idealnega PID krmilnika 
Prenosna karakteristika je definirana z izrazom: 
 
𝑃(𝐷) =  𝐾𝑃 +
𝐾𝐼
𝐷
+ 𝐾𝐷𝐷 (4.2) 
 
KP je koeficient proporcionalnega ojačanja, KI koeficient integrirnega ojačanja in KD je 
koeficient diferencirnega ojačanja [24]. 
 
Proporcionalna komponenta množi koeficient proporcionalnega ojačanja z vhodno 
vrednostjo napake. Večji kot je koeficient proporcionalnega ojačanja, hitreje zanka vpliva 
na spremembo na izračunani napaki. Če je koeficient proporcionalnega ojačanja prevelik, 
lahko postane zanka nestabilna. 
 
Integrirna komponenta množi seštevek (integral) napak z koeficientom integrirnega 
ojačanja. Tako izhod ni odvisen le od trenutne vrednosti napake, ampak tudi od napak iz 
preteklosti. Integrirna komponenta popravi statično napako proporcionalne komponente 
ter, v primeru ko so v sistemu hitre in nepredvidljive spremembe, naredi sistem stabilnejši. 
Pri večjih koeficientih integrirnega ojačanja lahko pride do bistvenih prekoračitev 
nastavljene vrednosti. 
 
Diferencirna komponenta množi koeficient diferencirnega ojačanja z odvodom napake po 
času (gleda spremembo v napaki skozi čas). Z omejevanjem spremembe napake skozi čas 
lahko zmanjšamo prevelike prekoračitve nastavljene vrednosti, ki jih povzroči integrirna 
komponenta in tako dosežemo boljšo stabilnost sistema [25]. 
 
 
 Uporaba LCD zaslona HD44780 4.2.2.
Za uporabo 16x2 LCD zaslona HD44780, prikazanega na Sliki 4.11, moramo v 
MicroPythonu klonirati mapo z moduli python_lcd iz spletne strani GitHub To storimo z 
ukazom: 
git clone https://github.com/dhylands/python_lcd.git 
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in iz podmape lcd prenesti na mikrokrmilnik datoteki lcd_api.py in pyb_gpio_lcd.py. V 
glavnem programu main.py moramo na začetku uvozit modul GpioLcd. To storimo z 
ukazom from pyb_gpio_lcd import GpioLcd. 
 
Pri Arduinu imamo v Arduino IDE že vgrajeno knjižnico namenjeno uporabi HD44780 
LCD zaslona. Ko želimo uporabit to knjižnico, moramo na začetek programa samo vpisati 
ukaz: #include <LiquidCrystal.h>. 
 
 




from pyb_gpio_lcd import GpioLcd 
 













LiquidCrystal lcd(8, 9, 4, 5, 6, 7); 
 








Program 4.2: Primerjava kode za uporabo LCD prikazovalnika 
 
Pri določanju  pinov moramo v micropythonu z istim ukazom določiti tudi število vrstic in 
stolpcev, v Arduinu pa moramo na začeteku progama določiti pine in nato v funkcijo setup 
dodati še ukaz lcd.begin(16,2) s katerim določimo število stolpcev in vrstic. Ukaza za 
postavitev, kazalca in izpis sta si podobna v obeh programskih jezikih. 
 
 
 Uporaba tipk povezanih na A0 4.2.3.
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Tipke so povezane na analogni vhod A0, kot to prikazuje Slika 4.12. Tudi v tem primeru 
smo naleteli na težavo pri uporabi v kombinaciji z razvojno ploščo Nucleo L476RG. Zato 
tipka select, ki se v programu uporablja kot start/stop tipka, z razvojno ploščo Nucleo 
L476RG ne deluje, saj povzroči napetost 3,62V, kar mikrokrmilnik STM upošteva kot 
max. vrednost. To je enako tudi 5V, ko nobena tipka ni pritisnjena. Tudi v tem primeru 
smo težavo rešili z uporabo ustreznega upora za spust napetosti izračunanega po enačbi 
(4.1). Na Sliki 4.12 je označen z modrim kvadratkom. 
 
 
Slika 4.12: Shema vezave tipk na analogni vhod A0 
 
Kodo za ugotavljanje pritisnjene tipke smo definirali kot funkcijo, ki prebere analogno 





    adc_key_in=pyb.ADC('A0').read() 
    if (adc_key_in > 4900): return btnNONE 
    if (adc_key_in < 5): return btnRIGHT 
    if (adc_key_in < 760): return btnUP 
    if (adc_key_in < 1810): return btnDOWN 
    if (adc_key_in < 2844): return btnLEFT 
 
int read_LCD_buttons(){ 
adc_key_in = analogRead(0); 
 
if (adc_key_in > 1000) return 
btnNONE;  
if (adc_key_in < 50)   return 
btnRIGHT;   
if (adc_key_in < 250)  return 
btnUP;  
if (adc_key_in < 450)  return 
btnDOWN;  
if (adc_key_in < 650)  return 
btnLEFT;  




return btnNONE;  
} 
Program 4.3: Primerjava branja tipk iz analognega vhoda  
 
Vrednosti, ki jih prebere analogni vhod, se v MicroPythonu in Arduinu razlikujejo zaradi 
različnega ADC pretvornika, ki je na Nucle-u 12bitni, na Arduinu pa 10bitni. 
 
 
 Štetje vrtljajev in uporaba prekinitve 4.2.4.
Za štetje vrtljajev smo uporabili induktivni senzor PNP prikazan na Sliki 4.13, ki je 
povezan na digitalni pin D2, ker ima Arduino Uno možnost prekinitve (ang. Interrupt) 

















    global revolutions 
    revolutions +=1 
 
volatile int revolutions = 0; 
attachInterrupt(0, rpm_fan, RISING); 
 
void rpm_fan() { 
  revolutions++; 
} 
 
Program 4.4: Primerjava kode za uporabo prekinitve 
Koda je zelo podobna v obeih primerih, le da je v micropythonu prekinitev določena s 





V tem primeru, razen pri uporabi vseh tipk vezanih na analogni vhod, nismo imeli težav s 
kompatibilnostjo Arduino Uno dodatkov na razvojno ploščo Nucleo L476RG. PID 





MicroPython ne predstavlja zamenjavo za C in ostale nizko nivojske programske jezike, 
ampak omogoča programiranje mikrokrmilnikov v visoko nivojskem programskem jeziku, 
kar prinaša svoje prednosti in slabosti. Kljub glavni slabosti, to je počasnejšemu izvajanju 
programske kode, ki je v primerjavi z enakim programom napisanem v C-ju na isti 
razvojni plošči veliko počasnejša, so prednosti MicroPythona predvsem v razhroščevalnem 
procesu (ang. debugging process) oz. razvojnem proscesu kode. Tako lahko preizkušamo 
kodo na razvojni plošči brez nalaganja nanjo, kar nam je prišlo prav pri ugotavljanu 
delovanja vhodov in izhodov razvojne plošče in kompatibilnostjo te z Arduino Uno 
dodatki in ostalimi komponentami. Prav tako eksperimentiranju, saj lahko v REPL načinu 
preizkusimo samo del kode za katerega nismo prepričani kako deluje. Tudi samo pisanje 
kode je v MicroPythonu preprostejše, kot npr. v C-ju ali Arduinu. Pri večini zahtevnejših 
projektov je pomembnejša hitrost razvoja kode, kot pa hitrost izvajanja kode. Zato je tu 
MicroPython v prednosti. MicroPython je v razvoju, kar prinaša nove verzije in izboljšave, 
povečuje se tudi seznam podprtih razvojnih plošč. 
 
Glede na primere ni omejitev v uporabi Arduino Uno dodatkov z razvojno ploščo Nucleo 
L476RG in MicroPython programskim jezikom. V obeh primerih so bile težave vezane na 
kompatibilnost z razvojno ploščo in ne s programskim jezikom.  
 
1) Predstavili smo programski jezik MicroPython 
2) Pregledali smo podprte mikrokrmilnike in prikazali specifikacije nekaterih 
najpogosteje uporabljenih 
3) Predstavili smo osnovne elemente, krmilne strukture in vdelane podatkovne 
strukture v MicroPythonu 
4) Pregledali smo knjižnice v MicroPytohnu v1.8.6 in njihove vsebine 
5) Predstavili smo razlike med MicroPythonom in Arduinom 
6) Opravili smo nalaganje MicroPython firmwara na razvojno ploščo Nucleo L476RG 
7) Predstavili smo nalaganje kode na mikrokrmilnik in uporabo REPL načina 
8) Opravili smo tri preizkuse zmogljivosti na dveh razvojnih ploščah 








Predlogi za nadaljnje delo 
 
Možno je razširiti znanje zlasti na področju objektno orientiranega programiranja, ki je 
značilno za ta programski jezik in to prikazati na nekem zahtevnem primeru. Ter prikazati 
uporabo dela programa napisanega v C-ju in izvajanje tega v MicroPython programu, kar 
naj bi izboljšalo hitrost izvajanja programske kode. Z nekaj več znanja je možno tudi 
pripraviti MicroPython strojno-programsko opremo za neko še ne podprto razvojno ploščo, 
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