




BAB 5 IMPLEMENTASI 
 Dalam Bab 5 ini penulis akan menjelaskan tentang pembuatan sistem 
“Identifikasi Awal Pengguna Narkoba menggunakan Metode Learning Vector 
Quantization (LVQ)” yang mengacu pada perancangan yang sudah dibuat di bab 
sebelumnya. Pada bab ini akan menjelaskan mengenai perangkat keras dan 
pernagkat lunak yang digunakan untuk mengimplementasikan sistem. Dalam 
tahap ini juga akan dijelaskan Source Code implementasi metode LVQ beserta 
implementasi antarmuka sistem. 
5.1 Perangkat Keras 
 Perangkat keras yang digunakan dalam implementasi sistem ini adalah 
laptop Asus 455L dengan spesifikasi sebagai berikut. 
1. Processor Intel® core™ i5-5200U CPU @2.20GHz 
2. Memory (RAM) : 4 GB  
3. Harddisk: 750 GB 
5.2 Perangkat Lunak 
1. Sistem Operasi Windows 10 64-bit 
2. Program untuk membangun sistem adalah NetBeans IDE 8.2. 
5.3 Implementasi Metode Learning Vector Quantization (LVQ) 
Perangkat Lunak 
Implementasi metode Learning Vector Quantization (LVQ) terdapat 
beberapa proses antara lain, implementasi proses pelatihan metode Learning 
Vector Quantization (LVQ) dan implementasi proses pengujian metode Learning 
Vector Quantization (LVQ). 
5.3.1 Implementasi Proses Pelatihan  Metode Learning Vector 
Quantization (LVQ) 
Pada proses pelatihan metode Learning Vector Quantization (LVQ) antara 
lain, melakukan perhitungan euclidean distance, mencari jarak terdekat dari 
euclidean distance tersebut untuk mencari kelas mana yang akan diperbarui 
vektor bobotnya. Kemudian vektor bobot diperbarui dengan rumus yang sesuai 
dengan kondisinya. Pelatihan tersebut terus berulang sampai kondisi kondisi 
iterasi <= maks_iterasi dan α > min_α tidak terpenuhi . Proses tersebut telah 



































































void latih() { 
        int epoch = 1; 
        //Tampil Bobot Awal 
        System.out.println("=== Bobot Vektor Awal 
==="); 
        for (int i = 0; i < w.length; i++) { 
            System.out.print("W"+(i+1)+"|| "); 
            for (int j = 0; j < w[0].length; j++) 
{ 
                System.out.print(koma.format 
(w[i][j])); 
                System.out.print("  | "); 
            } 
            System.out.println(""); 
        } 
         
        while (epoch <= batasEpoch && alpha > 
batasAlpha) { 
            System.out.println("\nepoch ke-" + 
epoch); 
            for (int i = 0; i < 
inputTrain.length; i++) { 
                 
                //Hitung Euclidian 
                System.out.println("\nData ke-
"+(i+1)); 
                for (int j = 0; j < w.length; 
j++) { 
                    double akar = 0; 
                    for (int k = 0; k < 
inputTrain[0].length; k++) { 
                        akar = akar + 
Math.pow(inputTrain[i][k] - w[j][k], 2); 
                    } 
                    D[j]=Math.sqrt(akar); 
                    //Tampilkan euclidian 
                    
System.out.println("D"+(j+1)+"="+koma.format(D[j]
)); 
                } 
                 
                //Nilai Cj / Nilai terkecil 
                double Cj =D[0]; 
                for (int j = 0; j < D.length; 
j++) { 
                    if(Cj>D[j]){ 
                        Cj=D[j]; 
                    } 
                } 
                //Tampilkan nilai terdekat 
                System.out.println("Terdekat 
"+koma.format(Cj)); 
                 
                //Milih kelas yang dirubah 
                int kelasupdate=0; 























































                    if(Cj==D[j]){ 
                        kelasupdate=j; 
                        break; 
                    } 
                } 
                System.out.println("Kelas yang 
diupdate adalah kelas "+(kelasupdate+1)); 
                 
                //Update Vektor Bobot 
                if(targetTrain[i]== 
(kelasupdate+1)){ 
                    for (int j = 0; j < 
w[0].length; j++) { 
                        w[kelasupdate][j]= 
w[kelasupdate][j] + alpha * (inputTrain[i][j] - 
w[kelasupdate][j]); 
                    } 
                } 
                else{ 
                    for (int j = 0; j < 
w[0].length; j++) { 
                        w[kelasupdate][j] 
=w[kelasupdate][j] - alpha * (inputTrain[i][j] - 
w[kelasupdate][j]); 
                    } 
                } 
                 
                //tampil bobot vektor update 
                System.out.println("=== Bobot 
Vektor Update ==="); 
                for (int j = 0; j < w.length; 
j++) { 
                System.out.print("W"+(j+1)+"|| 
"); 
                    for (int k = 0; k < 
w[0].length; k++) { 
                        System.out.print(koma. 
format(w[j][k])); 
                        System.out.print("  | "); 
                    } 
                    System.out.println(""); 
                } 
            } 
            alpha = decAlpha * alpha; 
            epoch = epoch + 1; 
        } 
        System.out.println(""); 
    } 
Source Code 5.1 Proses Pelatihan Metode Learning Vector Quantization 
Penjelasan Source Code 5.1: 
a) Baris 1 adalah deklarasi method latih(). 
b) Baris 2 adalah inisialisasi dari epoch. 





d) Baris 14 adalah perulangan yang berisi kondisi untuk pelatihan LVQ. 
e) Baris 16 adalah perulangan untuk jumlah vektor masukan pada data latih. 
f) Baris 19 – 29 untuk menghitung jarak Euclidian. 
g) Baris 32 – 37 untuk mencari nilai Cj atau nilai jarak terpendek. 
h) Baris 39 untuk menampilkan nilai jarak terpendek/terdekat. 
i) Baris 42 – 48 untuk memilih kelas yang akan diperbarui nilai vektor bobotnya. 
j) Baris 49 untuk menampilkan kelas yang akan diperbarui nilai vektor 
bobotnya. 
k) Baris 52 – 61 adalah proses pembaruan vektor bobot dengan kondisi dan 
rumus tertentu. 
l) Baris 64 – 72 untuk menampilkan vektor bobot yang sudah diperbarui. 
m) Baris 74 adalah pembaruan dari nilai learning rate. 
n) Baris 75 adalah penambahan dari iterasi. 
 
5.3.2 Implementasi Proses Pengujian  Metode Learning Vector 
Quantization (LVQ) 
Pada proses pengujian metode Learning Vector Quantization (LVQ) antara 
lain, melakukan perhitungan euclidean distance, mencari jarak terdekat dari 
euclidean distance tersebut untuk mencari kelas mana yang target sistem. 
Kemudian setelah diketahui target sistem, maka akan dicocokan dengan target 
data uji. Kemudian dapat dihitung akurasinya dengan mengetahui jumlah 























public void test(double inputTest[][], int 
targetTest[]){ 
        int betul = 0; 
        //int targetSistem; 
        System.out.println("=== Data Uji ==="); 
        for (int i = 0; i < inputTest.length; 
i++) { 
            System.out.print("Uji ke"+(i+1)+"|| 
"); 
            for (int j = 0; j < 
this.inputTest[0].length; j++) { 
                System.out.print(koma. 
format(inputTest[i][j])); 
                System.out.print("  | "); 
            } 
            System.out.println(""); 
        } 
        for(int i=0; i < inputTest.length; i++){ 
            //Hitung Euclidian 
























































                for (int j = 0; j < w.length; 
j++) { 
                    double akar = 0; 
                    for (int k = 0; k < 
inputTest[0].length; k++) { 
                        akar = akar + 
Math.pow(inputTest[i][k] - w[j][k], 2); 
                    } 
                    D[j]=Math.sqrt(akar); 
                    //Tampilkan euclidian 
                    System.out.println("D"+(j+1) 
+"="+koma.format(D[j])); 
                } 
                 
                //Nilai Cj / Nilai terkecil 
                double Cj =D[0]; 
                for (int j = 0; j < D.length; 
j++) { 
                    if(Cj>D[j]){ 
                        Cj=D[j]; 
                    } 
                } 
                //Tampilkan nilai terdekat 
                System.out.println("Terdekat 
"+koma.format(Cj)); 
                 
                //Hasil Kelas 
                int hasilkelas=1; 
                for (int j = 0; j < D.length; 
j++) { 
                    if(Cj==D[j]){ 
                        hasilkelas=j; 
                        break; 
                    } 
                } 
                System.out.println("Menghasilkan 
kelas "+(hasilkelas+1)); 
                System.out.println("Target Data 
Uji "+targetTest[i]); 
                if((hasilkelas+1)==target 
Test[i]){ 
                    betul = betul + 1; 
                } 
        } 
        System.out.println("\nbetul : "+betul); 
        akurasi = 100 * betul/inputTest.length; 
        System.out.println("Akurasinya: 
"+akurasi+"%"); 
    } 









Penjelasan Source Code 5.2: 
a) Baris 1 adalah deklarasi method test dengan parameter double inputTest[][], 
int targetTest[]. 
b) Baris 2 adalah inisialisasi dari variable betul = 0. 
c) Baris 4 – 12 untuk menampilkan data uji. 
d) Baris 15 – 24 untuk menghitung jarak Euclidian. 
e) Baris 28 – 32 untuk mencari nilai Cj atau nilai jarak terpendek. 
f) Baris 34 untuk menampilkan nilai jarak terpendek/terdekat. 
g) Baris 37 – 43 adalah kelas yang dihasilkan oleh sistem yang berasal dari 
vektor bobot terakhir. 
h) Baris 44 untuk menampilkan kelas yang diperoleh dari sistem. 
i) Baris 45 untuk menampilkan kelas target dari data uji. 
j) Baris 46 – 51 adalah proses perhitungan akurasi 
k) Baris 52 untuk menampilkan akurasi. 
 
 
 
 
