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Cross-compiler is an important tool for embedded software development. Since 
its performance and reliability is directly related to the quality and application of 
embedded products, there is significant importance to develop a cross-compiler with 
highly optimized performance and reliability. The main work of this thesis is to design 
a C language cross-compiler for a series of commercial 8-bit microcontrollers to 
satisfy the requirements of an industry project. 
GCC is a multi-language and multi-target supported compiler which has well 
optimized performance, high quality and flexible portability. Thus, we developed a 
cross-compiler based on GCC, which can not only ensure the quality of compiler 
developed, but also reduce the development time. However, the C language front-end 
of GCC is unable to properly handle the special syntax rules of cross-compiler 
developed. Furthermore, the back-end of GCC is unable to support this commercial 
8-bit microcontroller. Hence, after analyzing the procedure and structure of GCC, the 
front-end is designed according to the special syntax rules based on the C language 
front-end of GCC, and the back-end is designed according to the structure and 
instruction set of this commercial 8-bit microcontroller. In order to verify the 
functions of cross-compiler developed, a testing approach for cross-compiler is also 
designed in this thesis. The testing results show that the cross-compiler developed 
satisfies the actual needs. 
The key technique issues solved in this thesis are as follows: 
(1) With respect to the front-end design, the special form of interrupt service 
routine (ISR) is handled by adding attributes to functions, and the bit data type is 
added by following the same processing mechanism as integer type, so that the 
problem of unsupported special syntax is fixed. 
(2) To overcome the problem that standard GCC output can not be compatible 
with the existing assembler, we design corresponding interfaces according to the 















special assembly information. 
(3) To verify the correctness of the complier, we compare the executing results 
from  compiler  developed  with  the  results  from  a  reference  compiler  by  utilizing  an  
in-circuit emulator (ICE), which improves the reliability and flexibility of testing; and 
coverage testing is also applied to evaluate the completeness of the testing. 
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