Abstract. Flexible querying techniques can be used to enhance users' access to heterogeneous data sets, such as Linked Open Data. This paper extends SPARQL 1.1 with approximation and relaxation operators that can be applied to regular expressions for querying property paths in order to find more answers than would be returned by the exact form of a user query. We specify the semantics of the extended language and we consider the complexity of query answering with the new operators, showing that both data and query complexity are not impacted by our extensions. We present a query evaluation algorithm that returns results incrementally according to their "distance" from the original query. We have implemented this algorithm and have conducted preliminary trials over the YAGO SPARQL endpoint and the Lehigh University Benchmark, showing promising performance for the language extensions.
Introduction
Flexible querying techniques are used to enhance access to information stored within information systems, including in terms of user interaction. In particular, users querying an RDF dataset are not always aware of how a query should be formulated in order to correctly retrieve the desired answers. This problem can be caused by a lack of knowledge about the schema of the dataset or about the URIs used in the dataset; moreover, both schema and URIs can change over time. For example, suppose a user wishes to find events which took place in London on 12th December 2012 and poses the query (x, on, "12/12/12") AND (x, in, "London"). This returns no results from the YAGO knowledge base because there are no property edges named "on" or "in". Approximating "on" by "happenedOnDate" (which does appear in YAGO) and "in" by "happenedIn" still returns no answers, since "happenedIn" does not connect event instances directly to literals such as "London". However, relaxing (x, happenedIn, "London") to (x, type, Event) (using knowledge encoded in YAGO that the domain of "happenedIn" is Event) will return all events that occurred on 12th December 2012, including those occurring in London. Alternatively, instead of relaxing the second triple, another approximation step can be applied to (x, happenedIn, "London"), inserting the property edge label that connects URIs to their labels and yielding the query This query now returns every event that occurred on 12th December 2012 in London.
SPARQL is the most prominent RDF query language and, since the latest extension of SPARQL 1.1, it supports property path queries 1 (i.e. regular path queries). In this paper we investigate how to extend SPARQL 1.1 with query approximation and query relaxation operations such as those illustrated in the above examples, calling the extended language SPARQL AR . We study the computational complexity of the query answering problem; in particular, we show that the introduction of the new operators does not increase the computational complexity of the original language. We provide tight complexity bounds for several SPARQL fragments; we study data complexity (with only the instance graph as input), query complexity (with only the query as input) and combined complexity (with both query and instance as input). Our complexity results are summarised in Figure 3 on page 485 . We then provide a query answering algorithm based on query rewriting, and present and discuss some preliminary experimental results.
Example. Suppose the user wishes to find the geographic coordinates of the "Battle of Waterloo" event by posing the query ( Battle of W aterloo , happenedIn/ (hasLongitude|hasLatitude), x). We see that this query uses the property paths extension of SPARQL, specifically the concatenation (/) and disjunction (|) operators. In the query, the property edge "happenedIn" is concatenated with either "hasLongitude" or "hasLatitude", thereby finding a connection in the dataset between the event and its location (in our case Waterloo) and from the location to both its coordinates. This query does not return any answers from YAGO since YAGO does not store the geographic coordinates of Waterloo. However, by applying an approximation step, we can insert "isLocatedIn" after "happenedIn" which connects the URI representing Waterloo with the URI representing Belgium. The resulting query is
Battle of W aterloo, happenedIn/isLocatedIn/(hasLongitude|hasLatitude), x.
Since YAGO does have the geographic coordinates of Belgium, this query will return some answers that may be relevant for the user. Moreover, YAGO does store the coordinates of the "Battle of Waterloo" event, so if the query processor applies an approximation step that deletes the property edge "happenedIn", instead of adding "isLocatedIn", the resulting query ( Battle of W aterloo , (hasLongitude|hasLatitude), x) returns the desired answers. 
