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論文要旨
近年，幅広いユーザ層に向けて市場展開したパーソナル・コンピュータとインターネッ
トの登場によって技術的・文化的な革命が起きたが，人々は市販のソフトウェアを圧倒的に
使っている．しかし，市販ソフトウェアのソースコードやAPIは公開されていないため，こ
れを改良して独自ソフトウェアを開発することはできない．そこでアーティストはライブ
ラリやツールキットを利用して独自ソフトウェアをプログラミングしている．このような，
アーティストによる独自ソフトウェアのプログラミングはクリエイティブプログラミング
(Creative Programming)と呼ばれ，昨今，注目を集めている．
現在，クリエイティブプログラミングのための様々なライブラリやツールキットが公開さ
れている．たとえば，幾何形状のプログラミングを支援するライブラリやツールキットは多
い．物理シミュレーションに注目すると，剛体や弾性体の振る舞いをシミュレートするライ
ブラリやツールキットが公開されている．
しかし，三次元流体シミュレーションのツールキットは存在していない．流体シミュレー
ションのライブラリは既に在るが，既存のライブラリは三次元流体シミュレーションに対応
しておらず，また，独自ソフトウェアのプログラミングを支援する多様なAPI(Application
Programming Interface)が実現されていない．そのため現状として，アーティストが三次元
流体シミュレーションの独自ソフトウェアを開発することは難しいという問題がある．
この問題を解決するため，本研究ではクリエイティブプログラミングのための三次元流体
シミュレーションツールキットELF(Educational Library for Fluid)を構築している．ELF
の特長は次の二点である．ひとつめは，二次元だけでなく三次元の流体シミュレーションに
対応している点である．ふたつめは，密度場や速度場，圧力場や渦度場の可視化，可視化時
のカラースキームの設定，凡例の表示，精度や境界条件の指定，障害物の移動・複製など，
独自ソフトウェアのプログラミングを支援する多様なAPIを備えている点である．
ワークショップを通じて ELFを評価したところ，クリエイティブプログラミングのため
のツールキットとして ELFの有用性が示唆された．
本論文では ELFの APIおよび，ワークショップを通じた ELFの評価について詳細に述
べる．最後に，本研究から得られた知見を元にクリエイティブプログラミングの将来につい
て考察する．
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Abstract
Personal computers and internet which were developed to be accepted by a wide range
of users, have emerged in the market, which caused technological and culture revolution.
Even so the reality is that overwhelming majority of people still use commercial software.
On the other hand, there are cases that commercial software is not suitable for remaking
and therefore, with libraries and toolkits, a variety of artists develop their own software,
which is generally designated “Creative Programming”.
Nowadays, geometric libraries and toolkits to support Creative Programming have be-
come widespread. When it comes to physical simulation, libraries and toolkits for rigid
body simulation and elastic body simulation are available. However, toolkits for 3D uid
simulation have not been developed although ones for two-dimension simulation are on
the market.
These existing libraries have two issues. One is they do not deal with 3D uid simulation
and another one is a lack of various APIs necessary to Creative Programming. These issues
make it dicult for artists to develop their original 3D uid simulation software.
In this research, I have developed toolkits ELF(Educational Library for Fluid) of 3D
uid simulation to be used for Creative Programming. ELF has the two features. The rst
one is the capability to deal with not only 2D uid simulation but also 3D uid simulation,
and the second one is a wide variety of APIs necessary to Creative Programming, includ-
ing changing the accuracy and boundary conditions, visualization of uid cross-sectional
image, displaying legends, setting color schemes, removing and duplicating obstacles. Ef-
cacy of ELF as toolkits for Creative Programming was veried by the workshops.
This paper reports in detail of ELF, consideration and outcomes of evaluation workshops
with future direction in which Creative Programming targets.
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1第1章 序論
本章でははじめに，本研究の背景としてクリエイティブプログラミングのためのライブラ
リやツールキットの現状と問題について共有する．次に，この問題に対する本研究の手法に
ついて述べる．最後に，本論文の構成と表記について述べる．
1.1 本研究の背景
近年，幅広いユーザ層に向けて市場展開したパーソナル・コンピュータとインターネッ
トの登場によって技術的・文化的な革命が起きたが，人々は市販のソフトウェアを圧倒的に
使っている [1]．しかし，市販ソフトウェアのソースコードやAPI(Application Programming
Interface)は公開されていないため，これを改良して独自のソフトウェアを開発することは
できない [2]．そこでアーティストは，ライブラリやツールキットを利用して独自のソフト
ウェアをプログラミングしている [3][4]．このような，アーティストによる独自ソフトウェア
のプログラミングはクリエイティブプログラミング (Creative Programming)と呼ばれ [5]，
昨今，注目を集めている．
現在，クリエイティブプログラミングのための様々なライブラリやツールキットが公開さ
れている．たとえば，幾何形状のプログラミングを支援する CGや CAD，CAMのライブ
ラリやツールキットは多い．物理シミュレーションに注目すると，剛体や弾性体の振る舞い
をシミュレートするライブラリやツールキットが公開されている．
しかし，クリエイティブプログラミングのための三次元流体シミュレーションのツール
キットは存在していない．流体シミュレーションのライブラリは既に在るが，既存のライブ
ラリは三次元流体シミュレーションに対応しておらず，また，独自ソフトウェアのプログラ
ミングを支援する多様な APIが実現されていない．そのため現状として，アーティストが
三次元流体シミュレーションの独自ソフトウェアをプログラミングすることは難しいという
問題がある．
この問題を解決するため，本研究ではクリエイティブプログラミングのための三次元流体
シミュレーションツールキットELF(Educational Library for Fluid)[6]を構築し，有効性を
検証する．
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1.2 本研究の手法
ELFの構築と検証に対する本研究の手法について以下に説明する．
ELFの構築に関する本研究の手法
本研究では，市販の三次元流体シミュレーションソフトウェアの機能をクリエイティブプ
ログラミング用にAPI化して ELFを構築した．
この ELFのAPIには，「流れの数値解析に関するAPI」，「流れの可視化に関するAPI」，
「流れ中の障害物に関するAPI」の 3種類がある．以下では，それぞれのAPIについて簡潔
に説明する．
流れの数値解析に関するAPI
流れの数値解析に関する APIは，市販の三次元流体シミュレーションソフトウェアの精
度や境界条件を指定する機能に注目し，これらのパラメーターを容易に指定することができ
る関数群である．
流体の解析結果は精度や境界条件によって異なるため，こうした精度や境界条件を容易に
指定する関数は，アーティストが三次元流体シミュレーションの独自ソフトウェアをプログ
ラミングする際に必要である．
しかし，既存の流体シミュレーションのライブラリは，格子数や粘性，拡散係数を指定す
る関数を用意しているものの，流体シミュレーションの精度や境界条件を指定する関数が実
現していない．
そこでELFには，格子数や粘性，拡散係数を指定する関数に加えて，流体シミュレーショ
ンの精度を「低精度」，「中精度」，「高精度」から選択して指定する関数を実現している．ま
た，境界条件についても ELFは，「壁境界」，「流出境界」，「周期境界」から選択して指定す
る関数を実現している．
流れの可視化に関するAPI
流れの可視化に関する APIは，クリエイティブプログラミング用に市販の三次元流体シ
ミュレーションソフトウェアの多様な可視化機能を改良した関数群である．この可視化機能
にはたとえば，流れ中の密度場や速度場，圧力場，渦度場，流体粒子や流跡線を可視化する
機能や，凡例を表示したり，流れの可視化に適用されるカラースキームを指定したりする機
能がある．
こうした多様な可視化の機能は流れの視覚的な理解を助けるため，アーティストが三次元
流体シミュレーションの独自ソフトウェアをプログラミングする際に必要である．
しかしながら，既存の流体シミュレーションライブラリは速度場や密度場，流体粒子や
流跡線を可視化する関数については実現しているものの，圧力場と渦度場を可視化する関数
や，凡例を表示する関数，カラースキームを指定する関数が実現されていない．
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そこで ELFは，速度場や密度場，流体粒子，流跡線を可視化する関数にくわえて，圧力
場や渦度場を可視化する関数を実現している．また，ELFは凡例を表示する関数や，カラー
スキームを指定する関数を実現している．さらに，三次元的な流れの理解を支援するため，
これらの場の一部や断面を可視化する関数や，場を三次元モデルとしてエクスポートする関
数を実現している．
流れ中の障害物に関するAPI
流れ中の障害物に関する APIは，市販の三次元流体シミュレーションソフトウェアの障
害物設定機能をクリエイティブプログラミング用に改良した関数群である．市販の三次元流
体シミュレーションソフトウェアには，複雑な形状の障害物の設置を支援するために三次元
モデルを障害物に変換する機能が実現されている．
流れは障害物の形によって異なるため，複雑な障害物を容易に指定する関数はアーティ
ストが三次元流体シミュレーションの独自ソフトウェアをプログラミングする際に必要で
ある．
こうした障害物の配置関数について注目すると，既存の二次元流体シミュレーションの
ライブラリには障害物をひとつひとつ手動で設置する関数しか実現されていない．そのため
アーティストは，既存のライブラリを用いても複雑な形状の障害物周りの流れをシミュレー
トする独自ソフトウェアを開発することができない．
そこで ELFには，障害物を手動で設置する関数にくわえて，三次元モデルを変換して障
害物を設置する関数を実現している．また，障害物を移動したり，除去したり，複製したり
する関数も実現している．
ELFの検証に対する本研究の手法
現在のところ，クリエイティブプログラミングに関する研究の評価手法は確立されていな
い．そのため，こうした研究では，ワークショップを開催し，参加者による作例と制作プロ
セスを分析することで，それを評価に代えしている．
そこで本研究では，二回のワークショップを実施して，ELFを評価した．
第一回ワークショップでは，このクリエイティブプログラミングに関する研究の定量的な
評価手法の確立を目指し，まず第一歩目としてクリエイティブプログラミングのためのツー
ルキットの評価項目を検討した．
しかし，これらの評価項目それぞれについて定量的評価手法を提案するためには，非常に
長期間にわたる統計的な研究が今後必要である．
そこで本研究では第二回ワークショップを実施し，これらの評価項目に基づいて参加者の
作例や制作プロセス分析することで，ELFの評価とした．
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1.3 本論文の構成
本論文の構成は次のとおりである．第 2章では関連研究について述べる．この章ではま
ず，クリエイティブプログラミングの歴史について整理する．つぎに，既存のクリエイティ
ブプログラミングのためのライブラリやツールキットの事例について述べ，本研究と比較す
る．最後に，クリエイティブプログラミングの応用分野としてジェネラティブ・アートを取
り上げることで，本研究の位置付けについて明らかにする．
第 3章では，ELFの理論的背景について説明する．はじめに流体の支配方程式について
説明する．つぎに，この方程式を数値的に解析する手法について説明する．さいごに，解析
結果を可視化する手法について説明する．
第 4章では，ELFのAPIについて説明する．はじめに，ELFのシステム構成について述
べる．つぎに，ELFを用いたシンプルな三次元流体シミュレーションのプログラムの例を
示す．さらに，ELFのAPIや，ELFに同梱されているサンプルプログラムについて説明す
る．最後に，ELFのパフォーマンスについて説明する．
第 5章では，二回のワークショップを通じて ELFを評価する．
第 6章では，クリエイティブプログラミングの将来について本研究から得られた知見を元
に議論と考察を行う．
第 7章では，本研究の結論について述べた後に，今後の展望を示す．最後に，筆者の母
校である慶應義塾大学 湘南藤沢キャンパス エクスデザイングループの将来像について述べ
たい．
1.4 本論文の表記
本論文の表記について説明する．
 ベクトル量は aのように太字で表す．その絶対値は，|a|のように，絶対値記号でベ
クトル量を挟んで表す．
 スカラー量は aのように細字で表す．
 任意の曲面 Sの面積分は，³S と表す．
 任意の領域 V の体積積分は，³V と表す．
 変数 xに関する偏微分は，BfBx と Bxf を併用する．
 記号rは，r  pBx; By; Bzqのベクトル演算子として用いる．スカラー場 の勾配は，
rと gradを併用する．また，ベクトル場 aの発散は，r aと div aを併用する．
 記号は，後に続く変数の微小な増分を表す．たとえば，xは xの微小な増分を表
す．本論文ではをラプラス演算子 (  r r)の意味では用いない．ラプラス演
算子は，r2と表す．
 i; j; k; n ¥ 0の整数としたとき，格子点 r  rpix; jy; kzq，時刻 t  tn  ntに
おける，スカラー量 pr; tnqに対応する近似値は，ni;j;kと表す．
5第2章 関連研究
本章では，クリエイティブプログラミングの関連研究について述べる．はじめに，クリ
エイティブプログラミングの歴史について整理する．つぎに，既存のクリエイティブプログ
ラミングのためのライブラリやツールキットの事例について述べ，本研究と比較する．最後
に，クリエイティブプログラミングの応用分野としてジェネラティブ・アートを取り上げる
ことで，本研究の位置付けについて明らかにしたい．
2.1 クリエイティブプログラミングの歴史
本研究では，三次元流体シミュレーションツールキットELFの動作環境としてProcessing
を選んだ．
これは，Processingが 20世紀後半に発表されたクリエイティブプログラミングの始祖
『Design By Numbers』[7]の後継であり，現在，多くのアーティストに普及することになっ
た開発環境だからである．
本章では，こうしたクリエイティブプログラミングの歴史について整理し，ELFの動作
環境として Processingを選んだ理由について説明したい．
プログラミングのはじまり (20世紀前半)
そもそもプログラミングは，1940年代初頭，軍事産業に従事する科学技術者の手計算を
支援するためにはじまったとする説がある [8]．ミサイルの弾道や兵器の構造を計算するた
め，科学技術者のプログラムには数学的な正確さが求められた [1]．
実際，現在でも数学的例題の計算からはじまるプログラミング入門教材は多い．たとえ
ば，『Numerical Recipes in C』は積分計算や線形代数方程式の数値計算からはじまってい
る [9]．
しかし，数学的例題の計算からはじまるプログラミングはアーティスト向けのプログラ
ミング入門教材として適していなかったと久保田は指摘している [1]．アーティストがま
ず最初に興味を持つのは数学ではない [1]．実際，1960年代に活躍したアーティスト集団
CTG(Computer Technique Group)も，アーティストがプログラミングを敬遠する理由に数
学を挙げている [10]．
今も昔もアーティスト向けのプログラミング教材には適しているのはグラフィックスで
ある．アーティストはまず最初に視覚的な表現に興味を持つのである [1]．
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クリエイティブプログラミングのはじまり (20世紀後半)
アーティスト向けのグラフィックスプログラミング教育は，『Design By Numbers』(1999
年)[7]によって始まった．
この『Design By Numbers』は，グラフィックスプログラミングの教育理念として構成主
義を取り入れている．構成主義とは，「プログラムの結果を受けてプログラムを修正する」と
いうフィードバックを繰り返しながらプログラミングを学ぶ実践的な教育法である [11][12]．
歴史的に見ると，この構成主義的なグラフィックスプログラミングを受けた多くのアー
ティストが，作品を創作するために独自のソフトウェアのプログラミング (つまり，クリエ
イティブプログラミング)をはじめたため，『Design By Numbers』がクリエイティブプロ
グラミングの始祖となった．
クリエイティブプログラミングの普及 (21世紀～現在)
『Design By Numbers』によってはじまったクリエイティブプログラミングは，この『Design
By Numbers』の後継である Processingによって爆発的に普及した．Processingとは，グ
ラフィックスプログラミングに特化したクリエイティブプログラミングの開発環境である
[5][13]．
『Design By Numbers』の後継であるProcessingの根底にも構成主義的なグラフィックス
プログラミング教育があり，今日では東京藝術大学やRCA(Royal College of Art)など，多
くの芸術大学がアーティストを志す学生にProcessingを用いた構成主義的なグラフィックス
プログラミング教育を実施している．また，この Processigによる構成主義的なグラフィッ
クスプログラミング教育は，後続のクリエイティブプログラミングの開発環境のコンセプト
にも取り入れられている．たとえば，2005年に発表されたクリエイティブプログラミング
の開発環境 openFrameworks[14]は，OpenGLを用いたグラフィックスプログラミング教育
のために開発されている．
このように Processingは芸術大学のカリキュラムに取り入れられたことで，多くのアー
ティストに広く普及することになった．
ELFはProcessingを動作環境としている
クリエイティブプログラミングの歴史について前述した．クリエイティブプログラミン
グは，『Design By Numbers』によって萌芽した．こ『Design By Numbers』の後継である
Processingは，芸術大学のカリキュラムに取り入れられたことで現在，多くのアーティスト
に普及している．
こうしたクリエイティブプログラミングの歴史を踏まえ，本研究では，クリエイティブプロ
グラミングのための三次元流体シミュレーションのツールキットELF(Educational Library
for Fluid)の動作環境として Processingを選定している．
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2.2 クリエイティブプログラミングのためのライブラリ
とツールキット
アーティストによる独自ソフトウェアのプログラミングはクリエイティブプログラミン
グ (Creative Programming)と呼ばれ [5]，昨今，注目を集めている．
現在，クリエイティブプログラミングを支援する様々なライブラリやツールキットが公開
されている．たとえば，幾何形状のプログラミングを支援するライブラリやツールキットは
多い．物理シミュレーションに注目すると，剛体や弾性体，二次元流体の振る舞いをシミュ
レートするライブラリやツールキットが公開されている．
本項では，こうした既存のクリエイティブプログラミングのためのライブラリやツール
キットの事例について整理し，本研究との差異について示したい．
2.2.1 幾何的な形状のプログラミングを支援するライブラリやツー
ルキット
基本形状のプログラミングを支援するライブラリやツールキット
幾何的な形状のプログラミングを支援するライブラリ/ツールキットは，線や矩形，円な
どの基本形状のプログラミングを支援するライブラリ OpenGL[15]と，そのツールキット
GLUT(OpenGL Utility ToolKit)[16]が基盤となって開発されている．
たとえば，鈴木らによるメディア・アート作品の制作に特化したライブラリ Siv3D[17]や，
科学技術的なデータのグラフ化に特化したツールキットVTK(Visualizing ToolKit)[18]，渡
辺らによるCG教育に特化したツールキット [19]はOpenGLとGLUTを基盤としている．
OpenGLとGLUTはクリエイティブプログラミングの開発環境に統合されている
Procesingや openFrameworksなどのクリエイティブプログラミングの開発環境は，この
OpenGLとGLUTを基盤として開発されており，基本形状の描画をデフォルト実装してい
る．たとえば，Processingはデフォルトで，直線を描画する line関数や円を描画する ellipse
関数を実装している．また，openFrameworksはこれらに相当する関数として ofLine関数や
ofCircle関数をデフォルト実装している．
そのため幾何的な形状のプログラミングを支援するライブラリやツールキットには，基本
形状の描画ではなく，より複雑な図形の生成を支援するアルゴリズムに注力したものが公開
されている．
複雑な図形の生成を支援するライブラリやツールキット
こうした複雑な図形の生成を支援するライブラリは，生物界の様々なスケールに観られる
営みをアルゴリズム化したものが多い．
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たとえば，cellularautomata[20] は，生物の繁殖と生死をシミュレートするためのセル
オートマトンのライブラリである．また，Mesh[21]，Voronoi plateau[22]，ofxVoro[23]，
ofxVoronoi[24]は，キリンの皮膚やトンボの羽など，生物の表皮の模様をシミュレートす
るためのボロノイ分割のライブラリである．さらに，ofxLsystem[25], l-system-utilities[26]
は，植物の生長をシミュレートするアルゴリズムをライブラリ化している．
一方，複雑な図形の生成を支援するツールキットは，建築用に特化したものが多い．た
とえば，Labelleらの開発したANAR+[27]は，パラメトリック・デザインと呼ばれる手法
に基づいた建築デザイン用ソフトウェアのプログラミングに特化している．また，Aishら
の開発した DesignScript[28]は滑らかな曲線/曲面形状のプログラミングに特化したツール
キットである．
このように単純な基本形状から複雑な図形まで様々な幾何図形のプログラミングを支援
するライブラリやツールキットが公開されているが，三次元流体シミュレーションのツール
キットは筆者の知る限り現在のところ存在していない．
2.2.2 物理シミュレーションのライブラリやツールキット
昨今では，クリエイティブプログラミングを支援する様々なライブラリ/ツールキットが
公開されている．たとえば，幾何的な形状のプログラミングを支援するものは多い．これに
ついては前項に述べた．
本項では，後者の物理シミュレーションのプログラミングを支援するライブラリやツール
キットについて説明したい．
こうした物理シミュレーションのライブラリやツールキットには，剛体や弾性体，二次元
流体の振る舞いをシミュレートするライブラリやツールキットがある．
剛体や弾性体シミュレーションのライブラリとツールキット
まず，剛体の落下や衝突をシミュレートするライブラリから説明したい．
このような剛体シミュレーションの代表的なライブラリに，Daniel ShimanによるBox2D
for Processing[29]がある．この Box2D for Processingは，Box2Dと呼ばれる Java言語用
ライブラリを Processingに移植したもので，矩形や円などの二次元図形の落下や衝突をシ
ミュレートするライブラリである．また，Todd Vanderlinの ofxBox2d[30]は，この Box
2D for Processingを openFrameworksに移植したライブラリである．三次元図形の落下や
衝突をシミュレートするライブラリには，Ricard Marxerの sica[31]やNick Hardemanの
ofxBullet[32]，Daniel Koehlerの bRigid[33]がある．
バネや布などの弾性体をシミュレートするライブラリの数は少ないが，ひとつの例として
Jerey Traer Bernsteinの Traer Physics 3.0[34]がある．
剛体や弾性体シミュレーションのライブラリの機能を統合したツールキットに注目する
と，たとえば，Sugiharaの開発したツールキット iGeo[35]がある．iGeoは，パーティクル
に対して重力や斥力を働かすことで，様々な美しい模様を描画することができるツールキッ
トである．
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このように現在では，剛体や弾性体の振る舞いをシミュレートするクリエイティブプログ
ラミングのための様々なライブラリやツールキットが公開されているが，三次元流体シミュ
レーションのツールキットは存在していない．
流体シミュレーションのライブラリは既にあるが，既存のライブラリは三次元流体シミュ
レーションに対応しておらず，また，独自ソフトウェアのプログラミングを支援する多様な
APIが実現されていない．
次項では，こうした既存の流体シミュレーションライブラリについて時系列的に整理し，
その後に本研究との差異について示したい．
2.2.3 既存の流体シミュレーションライブラリと本研究との違い
昨今，二次元流体の振る舞いをシミュレートするクリエイティブプログラミングのための
様々な流体シミュレーションライブラリが公開されている．
Stable Fluids(1999年)
このクリエイティブプログラミングのための流体シミュレーションライブラリの始祖は
Stable Fluids(1999 年)[36][37] である．Stable Fluids とは，アメリカの計算機科学者 Jos
Stamの開発したゲーム用の二次元流体シミュレーションソフトウェアである．図 2.1に
Stable Fluidsによる流体シミュレーションを示す．
図 2.1: Stable Fluids(1999年):．図中の赤い直線は速度場を示している．左の画像
から右の画像に向けて時間が進行しており，この速度場に沿って図中の白い密度場
が移流している．
: 論文 [37]より抜粋した．
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Stable Fluidsがクリエイティブプログラミングのための流体シミュレーションライブラ
リの始祖となったのは，これがオープンソースなためである a．ただし，この Stable Fluids
は C言語で書かれたライブラリで，Processingや openFrameworksなどのクリエイティブ
プログラミングの開発環境で使うことはできない．
そこで様々なアーティストが，クリエイティブプログラミングの開発環境用にStable Fluids
を移植した流体シミュレーションライブラリを開発し始めている．
MSAFluid(2009年)
こうした Stable Fluids 移植型ライブラリの先陣を切ったのが，Memo Akten による
MSAFluid(2009年)[38]である．
MSA Fluidは，Stable FluidsをProcessingに移植した流体シミュレーションライブラリ
で，色鮮やかな密度場とパーティクルを速度場に沿って移流させるものである (図 2.2)．ま
た，このMSA Fluidは，TUIO[39]と呼ばれるマルチタッチデバイスとの通信に特化したプ
ロトコルを実装しており，この図 2.2に示すように，密度場やパーティクルをスマートフォ
ンなどのディスプレイを指先で撫でて操作することができる．
図 2.2: MSA Fluid(2009年)b
a Stable Fluidsのソースコードは，開発者の Jos Stamのホームページ xhttp://www.dgp.toro-
nto.edu/people/stam/reality/Research/pub.html (accessed 2017-09-28)y よりダウンロードするこ
とができる．
b Memo Aktenによる MSA Fluidのデモンストレーション動画 xhttps://vimeo.com/3693245
(accessed 2017-09-28)yより，一部を抜粋した．
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MSA FluidがProcessingに Stable Fluidsを移植したことで多くのアーティストが Stable
Fluidsを知ることになり，今度は彼らが Stable Fluidsを改良した流体シミュレーションラ
イブラリを開発し始めることになった．
diewald uid(2011年)と ofxFluid(2013年)
このような，MSA Fluidに触発された流体シミュレーションライブラリに，Thomas Diewald
による diewald uid(2011年)[40]と，Patricio Gonzalez Vivoによる ofxFluid(2013年)[41]
がある．前者の diewald uidは Stable FluidsをProcessingに移植したもので (図 2.3)，一方
の ofxFluidは Stable Fluidsを openFrameworksに移植したライブラリである (図 2.4)．こ
れらのライブラリはGPUを利用することで Stable Fluidsのパフォーマンスを高めている．
図 2.3: diewald uid(2011年)a 図 2.4: ofxFluid(2013年)b
ofxFlowTools(2014)
さらに，2014年にはMatthias Oostrikが Stable Fluidsを openFrameworksに移植した
流体シミュレーションライブラリ ofxFlowTools[42]を発表している．
この ofxFlowToolsも，前述した diewald uidや ofxFlowと同様に，GPUを用いた流体シ
ミュレーションライブラリであるが，その特長はオプティカルフローを用いて Stable Fluids
の対話性を高めている点にある．オプティカルフローとは，映像中の物体の動きをベクトル
場で表す技法である．このベクトル場を流体に与える外力として利用することで，アーティ
ストは身体的に流体を操作することが可能である (図 2.5)．たとえば，アーティストがカメ
ラの前で手を左右に振ると，流体は左右に流れる．
a diewald uidに同梱されているサンプルプログラムより．
b ofxFluidの開発者Patricio Gonzalez Vivoによるデモンストレーション動画 xhttps://vimeo.co-
m/29887776 (accessed 2017-09-28)yより一部を抜粋した．
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図 2.5: ofxFlowTools(2014年):
既存の流体シミュレーションのライブラリの問題
このように，MSA Fluidが二次元流体シミュレーションライブラリ Stable Fluidsをクリ
エイティブプログラミングの開発環境に移植したことで，流体シミュレーションライブラ
リはアーティストに普及し始めた．そして現在では，MSA Fluidに触発された様々なアー
ティストが diewald uidや ofxFluid，ofxFlowToolsなど，独自に Stable Fluidsを移植した
流体シミュレーションライブラリを公開している．
しかし，こうした既存の流体シミュレーションのライブラリは Stable Fluidsの移植に終
始してしまっているため，次に述べる二つの問題点がある．まず一つ目の問題点は，三次元
流体シミュレーションに対応していない点である．二つ目の問題点は，アーティストによる
独自ソフトウェアのプログラミング，すなわちクリエイティブプログラミングに必要な多様
なAPIが用意されていない点である．
そのため現状として，アーティストが独自の三次元流体シミュレーションソフトウェアを
プログラミングすることは難しいという問題がある．現在のところアーティストは既存の流
体シミュレーションライブラリを使って Stable Fluidsと同様の二次元流体シミュレーショ
ンを若干改良することしかできてないというのが実情である．
そこで本研究では，クリエイティブプログラミングに必要な多様な APIを備えた三次元
流体シミュレーションツールキットELF(Educational Library for Fluid)を構築している．
以下では，このELFのAPIと上述した既存の流体シミュレーションライブラリのAPIに
ついて「流れの数値解析に関するAPI」，「流れの可視化に関するAPI」，「流れ中の障害物に
関するAPI」の三つに分けて比較したい．
: ofxFlowToolsの開発者Mattias Oostrikによるデモンストレーション動画 xhttps://vimeo.co-
m/92334462 (accessed 2017-09-28)yより一部を抜粋した．
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既存の流体シミュレーションライブラリとELFのAPIの比較
流れの数値解析に関するAPIの比較
まず，ELFと既存の流体シミュレーションライブラリの「流れの数値解析に関するAPI」
について比較する．
前述したように既存の流体シミュレーションライブラリは Stable Fluidsの移植したもの
であるため，Stable Fluidsと同様のパラメーターを変更する関数を用意している．たとえ
ば格子数や粘性，拡散係数，時間刻み，速度場や密度場を指定する関数がこれに当たる．
しかし，Stable Fluidsには無い，精度や境界条件を指定する関数については，既存の流
体シミュレーションライブラリには実現されていない．これらの既存のライブラリは全て，
セミ・ラグランジュ法と呼ばれる数値解法のみを用意しており，精度を変更することはでき
ない．また，境界条件についても壁境界のみであり流出境界や周期境界など他の境界条件に
変更することは，既存のライブラリではできない．
流体の解析結果は精度や境界条件によって異なるため，精度や境界条件を指定する関数は
アーティストが三次元流体シミュレーションの独自ソフトウェアをプログラミングする際に
必要である．実際，市販の三次元流体シミュレーションソフトウェアも，精度や境界条件を
変更する機能を実装している．
そこでELFは，Stable Fluidsと同様のパラメーターを変更する関数に加えて，流体シミュ
レーションの精度と境界条件を指定する関数を実装している．まず流体シミュレーションの
精度を指定する ELFの関数について注目すると，ELFは「低精度」，「中精度」，「高精度」
の三つから，流体シミュレーションの精度を選択する関数を実現している．それぞれの精度
の数値解法については第 3章に後述するが，ELFは「低精度」な流体シミュレーションの数
値解法として，セミ・ラグランジュ法を実装している．また，「中精度」な流体シミュレー
ションとしてはCubic セミ・ラグランジュ法を，「高精度」な流体シミュレーションについ
てはBFECC法を実装している．また，境界条件を指定する関数についてもELFは，「壁境
界」，「流出境界」，「周期境界」の三つから選択する関数を実現している．
一方でELFは，diewald uidや ofxFluid，ofxFlowToolsといった一部の流体シミュレー
ションライブラリに比べてパフォーマンスの面で劣る．これらの流体シミュレーションライ
ブラリとは異なり，ELFはGPUを利用して流体シミュレーションを実行することができな
いためである．
上述した既存のライブラリと ELFとの「流れの数値解析に関する API」の比較ついて，
表 2.1に整理する．
流れの可視化に関するAPIの比較
Stable FluidsやMSA Fluid，diewald uidなど，現在では様々な流体シミュレーション
ライブラリが公開されている．ここでは「流れの可視化に関するAPI」について，こうした
既存の流体シミュレーションライブラリと本研究とを比較したい．
前述したように，既存の流体シミュレーションライブラリは，Jos Stamによる二次元流
体シミュレーションソフトウェア Stable Fluidsをクリエイティブプログラミングのための
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表 2.1: 流れの数値解析に関するAPIの比較表
格子数 粘性 拡散係数 時間刻み 速度場 密度場 精度 境界条件 GPU
の指定 の指定 の指定 の指定 の指定 の指定 の指定 の指定 の利用
Stable uids 41 41 41 41 41 41   
MSA uid        42 
diewald uid        43 
ofxFluid         
ofxFlowTools         
ELF         
1 変数の値を直に操作して指定することは可能であるが，関数は用意されていない．
2 壁境界と周期境界を指定する関数はあるが，流出境界を指定する関数は無い．
3 ライブラリ中のサンプルプログラムに流出境界を使用している例があるが，関数は用意されていない．
開発環境に移植したものである．たとえば，MSA Fluidは Stable Fluidsを移植した二次元
流体シミュレーションライブラリである．また，diewald uidや ofxFluid，ofxFlowToolsと
いった流体シミュレーションライブラリも Stable Fluidsを移植したものである．
このような既存の流体シミュレーションライブラリにおいて実現されている可視化に関
する関数に注目すると，これらのライブラリは Stable Fluidsと同様に二次元上の速度場や
密度場を可視化する関数を用意している．また，この速度場に沿って流れる流体粒子や，流
体粒子の軌跡を表す流跡線を可視化する関数も既存の流体シミュレーションライブラリで実
現されている．
一方で，既存の流体シミュレーションには，Stable Fluidsでは扱われていない，三次元
上の圧力場や渦度場，場の断面を可視化する関数は実現されていない．
市販の流体シミュレーションソフトウェアの可視化機能に注目すると，三次元上の速度場
や密度場，流体粒子や流跡線を可視化する機能はもちろん，これらに加えて，圧力場，渦度
場，場の断面を可視化したり，凡例を表示したり，可視化時のカラースキームを指定したり
するなど，多様な可視化機能が用意されている．
流れの多角的・視覚的な理解を助けるため，アーティストによる独自の流体シミュレー
ションソフトウェアのプログラミングに際しても多様な可視化機能を API化した関数が必
要である．
そこで ELFには，既存の流体シミュレーションで実現されている速度場や密度場を可視
化する関数に加えて，圧力場や渦度場を可視化する関数や，それぞれの場の断面を可視化す
る関数，可視化時のカラースキームを指定する関数，凡例を表示する関数を用意している．
さらに ELFには，上述した様々な場を三次元モデルとしてエクスポートする関数も用意
している．この関数によってアーティストは，流体が生成した場をCG/CADソフトウェア
で加工し，作品の創作に利用することが可能である．
上述した既存のライブラリと ELFとの「流れの可視化に関するAPI」の比較ついて，表
2.2に整理する．
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表 2.2: 流れの可視化に関するAPIの比較表
速度場 密度場 圧力場 渦度場 場の一部 場の断面 流体粒子 流跡線 カラースキ 凡例 三次元モデルの
の可視化 の可視化 の可視化 の可視化 の可視化 の可視化 の可視化 の可視化 ームの指定 の表示 エクスポート
Stable uids           
MSA uid           
diewald uid           
ofxFluid           
ofxFlowTools           
ELF           
流れ中の障害物に関するAPIの比較
前項までに，既存の流体シミュレーションライブラリと ELFとの「流れの数値解析に関
するAPI」，「流れの可視化に関するAPI」について比較した．
本項では最後に，「流れ中の障害物に関するAPI」について，既存の流体シミュレーショ
ンライブラリと ELFとを比較したい．
単純な形の障害物を設置するだけで，流れは大きく変化する．たとえば，一様な流れ中に
矩形の障害物を置くだけで，障害物の後方ではカルマン渦と呼ばれる二対の渦が発生する．
より複雑な形状の障害物の設置を支援するために，市販の三次元流体シミュレーションソ
フトウェアは障害物を操作する多様な機能を用意している．たとえば三次元モデルを障害物
に変換したり，障害物を移動したりする機能がこれに当たる．
同様の理由で，障害物に関する多様な関数は，アーティストが三次元流体シミュレーショ
ンの独自ソフトウェアをプログラミングする際にも必要である．
こうした障害物に関する関数について注目すると，既存の流体シミュレーションライブ
ラリには障害物をひとつひとつ手動で設置する関数しか実現されていない．そのため，アー
ティストが複雑な形状の障害物を流れ中に設置することは難しい．
市販の三次元流体シミュレーションソフトウェアのように複雑な形状の障害物の設置を
支援するため，ELFでは障害物に関する多様な関数群を実現している．たとえば，障害物
を手動で設置する関数や，三次元モデルを障害物に変換する関数や，障害物を移動，除去，
複製する関数がこれに当たる．
上述した既存のライブラリと ELFとの「流れ中の障害物に関する API」の比較ついて，
表 2.3に整理する．
クリエイティブプログラミングのための三次元流体シミュレーションツールキット
は存在していない
現在，クリエイティブプログラミングのための様々なライブラリやツールキットが公開さ
れている．たとえば，幾何形状のプログラミングを支援するライブラリやツールキットにつ
いては，2.2.1項に前述した．また，第 2.2.2項では，剛体シミュレーションや弾性体シミュ
レーションのライブラリやツールキットについて前述した．
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表 2.3: 流れ中の障害物に関するAPIの比較表
障害物の設置 障害物の描画 障害物の移動 障害物の除去 障害物の複製手動 三次元モデル
Stable uids      
MSA uid      
diewald uid      
ofxFluid      
ofxFlowTools      
ELF      
流体シミュレーションに注目すると，前述したように，MSA Fluid や diewald uid，
ofxFluid，ofxFlowToolts といった様々な流体シミュレーションライブラリが公開されて
いる．
既存の流体シミュレーションライブラリは，オープンソースの二次元流体シミュレーショ
ンソフトウェア Stable Fluidsをクリエイティブプログラミングの開発環境に移植したもの
である．たとえば，MSA Fluidは Stable FluidsをProcessingに移植した二次元流体シミュ
レーションライブラリであるし，diewald uidや ofxFluid，ofxFlowToolsといったライブ
ラリも同様である．これらのライブラリは格子数や粘性の指定，速度場や密度場の可視化な
ど，Stable Fluidsで実現している機能を関数化している．
しかし，既存ライブラリは三次元流体のシミュレーションには対応しておらず，加えて独
自ソフトウェアのプログラミングを支援する多様なAPIを実現していない
そのため，既存の流体シミュレーションライブラリを用いても，アーティストが独自に三
次元流体シミュレーションソフトウェアをプログラミング (=つまり，クリエイティブプロ
グラミング)することは難しいという問題がある．
そしてこのような，アーティストによる三次元流体シミュレーションソフトウェアのプロ
グラミングを支援する，つまり，クリエイティブプログラミングのための三次元流体シミュ
レーションツールキットは，現在のところ筆者の知る限り存在していない．
そこで本研究では，市販の三次元流体シミュレーションソフトウェアの機能を参考に，それ
をクリエイティブプログラミング用にAPI化するかたちでクリエイティブプログラミングの
ための三次元流体シミュレーションのツールキット ELF(Educational Library for Fluid)[6]
を構築している．
2.3 クリエイティブプログラミングの応用分野と本研究
の位置付け
アーティストによる独自ソフトウェアのプログラミングはクリエイティブプログラミン
グと呼ばれ [5]，今日，様々な分野に応用されている．
本項では，クリエイティブプログラミングの応用分野の一例としてジェネラティブ・アー
トを取り上げることで，本研究で開発したクリエイティブプログラミングのための三次元
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流体シミュレーションELF(Educational Library for Fluid)の立ち位置について明らかにし
たい．
ジェネラティブ・アートと流体のつくるパターン
ジェネラティブ・アートとは乱数を用いて自律的に図形を生成するアート活動のことであ
る [43][44][45]．
乱数を含むためアーティストがこの生成プロセスを予測することは難しく，そうした予測
不可能な生成プロセスが進行するなかで時折現れる形状パターンがアーティストの発想を広
げることがある．
この予測不可能な生成プロセスによる発想支援に注目すると，市販イラストソフトウェア
はこれに適していない．市販イラストソフトウェアにはフリーハンド線の補正機能や図形の
スケール機能といったドローイングを補佐する機能が充実しており，この機能を利活用する
ことで，様々なアート作品が制作されてきた．こうした機能がアーティストの予測を裏切っ
て発想を広げることはあるものの，市販イラストソフトウェアが積極的に予測不可能な生成
プロセスを狙っているわけではない．
しかし，アーティストが市販のイラストソフトウェアを改良して予測不可能な生成プロセ
スを積極的に狙った独自ソフトウェアを開発することは難しい．これは，市販のイラストソ
フトウェアのソースコードや API(Application Programming Interface)が公開されていな
いためである．
そこで，多くのジェネラティブ・アーティストは，予測不可能な生成プロセスを実現する
ソフトウェアを独自にプログラミング (=つまり，クリエイティブプログラミング)している
[5]1．たとえば，Frieder Nakeは，一様に分布する乱数を発生する関数 (確率密度関数)を利
用したソフトウェアを開発しているし [46]，CTG(Computer Technique Group)も，線形合
同法と呼ばれるアルゴリズムを用いて乱数を発生するソフトウェアを開発している [47]．
本研究の位置付け
従来，様々な市販の流体シミュレーションソフトウェアが工学的な検証を目的として利用
されてきた．たとえば，Autodesk社のVasariを用いて建築物の隙間風を検証する研究 [48]
や，Ecotectを用いて様々な季節での建築物周りの風の流れを検証する研究 [49]，Ecotectを
用いて建築物の気化熱を検証する研究 [50]，Fluentを使って住居内の換気を検証する研究
[51]が報告されている．
一方で，上述したジェネラティブアートと同様に流体の多様なパターンにも予測不可能
な生成プロセスがあり [52]，これまで多くのアーティストがこの流体の多様なパターンを題
材とした作品を創作してきている．たとえば，葛飾北斎は波を題材にした木版画『神奈川沖
浪裏』を制作しているし，レオナルド・ダヴィンチは渦に関する詳細なスケッチを残してい
る [52][53]．また，寺田寅彦は随筆『茶わんの湯』のなかで渦や竜巻，季節風について鮮明
1著書 [5]のなかで，初期のジェネラティブ・アーティストManfblack Mohrは「自分の作品用の
プログラムは，今でも全て自分で書いています．(中略) 私の作業を成し遂げるにはそれ以外の方法
がなかったからです (p.130)．」と述べている．
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に語っている [54]．さらに，建築家の渡辺誠は巻雲や積乱雲，鰯雲に関心を題材にした建築
デザインを思案している [55]．
しかし，アーティストが，このような多様な流体パターンをシミュレーションで作り出
してそれを作品へと利用するために，独自の流体シミュレーションソフトウェアを開発する
ことは難しかった．前述したように，既存の流体シミュレーションライブラリは三次元流体
シミュレーションに対応しておらず，独自ソフトウェアのプログラミングを支援する多様な
APIが実現されていない．また，市販流体シミュレーションソフトウェアは APIが公開さ
れていないため，アーティストがこれを改良することは困難である．
一部のアーティストが独自の流体シミュレーションソフトウェアをフルスクラッチ開発
することもあるが，このようなアーティストは稀で一般的では無い [56]．独自の流体シミュ
レーションソフトウェアをフルスクラッチ開発するためには流体の振る舞いを記述した方程
式を数値的に解く必要があり，こうした数学的なプログラミングはアーティストに向いてい
ない [1]．実際，1997年に独自の流体シミュレーションソフトウェアをフルスクラッチ開発
した高木隆司も，「パターンを描くために複雑な方程式を解かねばならないとしたら，一般
には普及しないだろう」と指摘している [56]．
本研究で構築しているクリエイティブプログラミングのための三次元流体シミュレーショ
ンのツールキットELF[6]を用いることで，多くのアーティストが独自の流体シミュレーショ
ンソフトウェアをプログラミングすることが可能となる．そして，多くのアーティストが流
体の多様なパターンをアート作品へ利用することも可能になると考えられる．
このように本研究は，従来工学的な検証を目的として利用されてきた流体シミュレーショ
ンを，アート作品の創作的利用を目的として位置付けようとする試みである (図 2.6)．
アート作品の創作 工学的な検証
ジェネラティブ・アート
独自の乱数を含む
ソフトウェアのプログラミング
本研究
独自の流体シミュレーション
ソフトウェアのプログラミングクリエイティブ
プログラミング
イラストソフトウェア
ドローイングの補助
流体シミュレーションソフトウェア
工学的な検証市販の
ソフトウェア
図 2.6: 本研究の位置付け
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第3章 三次元流体シミュレーション
ツールキットELFの実装
本章では，三次元流体シミュレーションのツールキット ELF(Educational Library for
Fluid)の実装について説明する．
一般的に，流体シミュレーションは次に述べる三つの手順を経る．この三つの手順は，1)
流体の運動を支配する方程式を，2) コンピュータを用いて数値的に解析し，3) この解析結
果を図形によって可視化するというものである．
本章ではこれらの手順に沿って，ELFの実装について説明したい．すなわち，はじめに
流体の支配方程式について説明する．つぎに，この方程式を数値的に解析する手法について
説明する．最後に，解析結果を可視化する手法について説明する．
3.1 流体の支配方程式
それでは，流体の支配方程式について説明する．
ELFを用いて解析することが可能な流体は，粘性のある非圧縮性流体と呼ばれている．\
粘性"とは，蜂蜜のようなどろどろした液体から空気のようなさらさらした気体まで，流体
の粘り気を表した指標である．また，\非圧縮性"とは，密度が時間変化しない流体の性質
を表している．非圧縮な流体は，たとえばエンジンのピストンがするように圧縮されて密度
が濃くなることはなく，ピストンが下がった分だけ外部へ流れ出る．そのため，非圧縮な流
体は密度が変化しない．
この粘性のある非圧縮性流体の運動を表す方程式 (支配方程式)は二つの方程式から成る．
ひとつめは，粘性のある流体の運動方程式である．もうひとつは流体の質量保存を表す方程
式である．以下，これら二つの方程式について説明する．
なお，本項については著書 [57]を参考にしている．
3.1.1 粘性のある流体の運動方程式
はじめに，粘性のある流体の運動方程式について説明する．説明にあたってまず，粘性の、
　な
、
　い流体の運動方程式について述べたい．そしてつぎに，この粘性の
、
　な
、
　い流体の運動方程式
に粘性項を追加するかたちで，粘性のある流体の運動方程式を導出する．
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粘性のない流体の運動方程式
ある空間を占める，粘性のない流体中の微小な要素 (以下，流体要素と述べる)に注目す
る．流体要素は各辺の長さが dx，dy，dz の直方体である．また，流体要素は時刻 tに位置
r  px，y，zqにあるとする．ここで rと tとは独立な変数である．
まず，この流体要素について運動方程式を考える．流体要素に働く力は，周囲の流体要素
からの圧力と外力である [57]．
流体要素に働く圧力
流体要素の x軸に垂直な面に働く圧力は，位置 r  px，y，zqにおける圧力を P prqと書
くことにすると，


P

x  dx，y   1
2
dy，z   1
2
dz


 P

x; y   1
2
dy; z   1
2
dz


dydz
 BxPdxdydz
と書くことができる．図 3.1に流体要素の x軸に垂直な面に働く圧力を示す．流体要素の x
，y，z軸に垂直な面に働く圧力をまとめて記述すると，
pBxP; ByP; BzP qdxdydz  rPdV (3.1)
となる．ここで，dV  dxdydzは流体要素の体積である．また，記号rはr  pBx; By; Bzq
のベクトル演算子である．
x
yz
dx
dy
dz
r = (x, y, z)
1
2
1
2
1
2
1
2
(x + dx, y + dy, z + dz)
図 3.1: 流体要素の x軸に垂直な面に働く圧力 :
: この図 3.1は著書 [57]の p.53に掲載されている図を元に制作した．
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流体要素に働く外力
つぎに，流体要素に働く外力を考える．位置 rにおける流体要素の密度を prqとすると，
流体要素に働く外力は次式で与えられる．
prqfprqdV (3.2)
ここで，fprqは単位質量あたりに働く外力である．
流体要素に働く力
前述したように，流体要素に働く力は「流体要素に働く圧力 [式 (3.1)]」と，「流体要素に
働く外力 [式 (3.2)]」の合力である．よって流体要素に働く力は単位体積あたりに，
rP   f (3.3)
と書くことができる．
流体要素の加速度
粘性のない流体の運動方程式を組み立てるために，つづいて流体要素の加速度を考える．
位置 rにおける t時の流体要素の速度を upr; tqと書くことにすると，流体要素の加速度は
速度場の物質微分の形で与えられる [57].
Du
Dt
 Btupr; tq   rpupr; tq rqsupr; tq
粘性のない流体の運動方程式
前述した流体要素に働く力と流体要素の加速度を用いて，粘性のない流体の運動方程式を
組み立てる．すなわち，単位体積あたりの流体要素の加速度と質量の積は流体要素に働く力
に等しいとする．よって，粘性のない流体の運動方程式は次式となる．
Btu  pu rqu  1

rP   f (3.4)
粘性のある流体の運動方程式
粘性のない流体の運動方程式 (3.4)に粘性項が加えたものが，粘性のある流体の運動方程
式である．
粘性項とは，動粘性率 に uの拡散を乗じた r2uである．動粘性率とは，流れがどのく
らい伝わりやすいかを表した指標のことである．たとえば，空気の動粘性率は水より高い．
これは，水より空気をあおいだほうが遠くまで流れるためである．
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この粘性項を，粘性のない流体の運動方程式 (3.4)に加えた次式が，ナビエ・ストークス
方程式として知られている粘性のある流体の運動方程式である．なお，ここで式 (3.4)の外
力は省略している．
Btu  pu rqu  1

rP   r2u (3.5)
ELFでは，流体の解析にあたってこのナビエ・ストークス方程式を無次元化した方程式
を用いている．このナビエ・ストークス方程式の無次元化について，次項に説明する．
ナビエ・ストークス方程式の無次元化
ナビエ・ストークス方程式 (3.5)の無次元化について説明する．まず，流れを特徴づける
代表的な長さを L，代表的な速さを U とし，式 (3.5)中の変数を次のように置換する．
u1  u
U
; r1  r
L
; t1  tU
L
; P 1  P
U2
(3.6)
ここで，u1pu1; v1; w1q; r1px1; y1; z1q; t1; P 1はすべて無次元である．これらの無次元数を用いる
と式 (3.5)の x成分は，
U2
L
 
u1
Bt1   u
1 Bu1
Bx1   v
1 Bu1
By1   w
1 Bu1
Bz1

 

U2
L

P 1
Bx1  

U
L2


B2u1
Bx12  
B2u1
By12  
B2u1
Bz12
 (3.7)
と書くことができる．さらに，上式 (3.7)をU2{Lで割り x，y，z成分をまとめると，次式に
なる．
Bt1u1  
 
u1 r1u1  rP 1   1
Re
r2u (3.8)
ここでReは次の式で与えられる無次元数で，レイノルズ数と呼ばれている．
Re  LU

(3.9)
ELFではこの無次元のナビエ・ストークス方程式 (3.8)と，次の第 3.1.2項で説明する流体
の質量保存を表す方程式を解析している．
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3.1.2 流体の質量保存を表す方程式
ELFを用いて解析することが可能な流体は，粘性のある非圧縮性流体である．この流体
の支配方程式は二つの方程式から成る．
ひとつめは粘性のある流体の運動方程式で，これについては前項に説明した．本項ではも
うひとつの方程式，すなわち流体の質量保存を表す方程式について説明する．
この流体の質量保存を表す方程式について次に述べる手順で説明する．まず，密度が時間
的に変化する流体に注目し，この流体の質量保存を表す方程式について説明する．つぎに，
この方程式に流体の密度の時間変化が無いという条件（以下，非圧縮条件と述べる）を追加
して，非圧縮性流体に対する質量保存を表す方程式を求めることにする．
流体要素の質量の時間変化を，流体要素の密度を用いて表す
それでは，密度が時間的に変化する流体の質量保存を表す方程式について説明する．
前項と同様に，流体中の位置 rに在る流体要素について注目する．時刻を t，流体要素の
体積を V と書くとすると，ある時間 tにおける流体要素の質量Mptqは，t時の位置 rにお
ける流体要素の密度 pr; tqを使って次のように書くことができる．
Mptq 
»
V
pr; tqdV (3.10)
流体要素の体積は変化しないため，流体要素の質量の時間的な変化は，流体要素の密度の
時間的な変化であると考えられる．これを記述したのが次の式 (3.11)である．
d
dt
Mptq 
»
V
BtdV (3.11)
流体要素の質量の時間変化は，流体要素内の質量が流入・流出するためである
流体要素の質量が時間的に変化するのは，流体要素の閉曲面 Sを通じて周囲の流体要素か
ら流体が流入・流出するためである (図 3.2)．単位時間あたりに流入・流出する質量は，面
dSの法線を外向きに取ると，次式のように書くことができる．ここで pr; tqは，位置 rに
おける t時の密度を表す．»
S
pr; tqupr; tq  dS 
»
V
div puqdV (3.12)
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流体要素の閉曲面 S
dS
r
u(r, t)
ρ(r, t)u(r, t)・dS
図 3.2: 流体要素の閉曲面 Sを通して流入・流出する質量 pr; tqupr; tq  dS
流体の質量保存を表す方程式
前述したとおり，流体要素の質量の時間変化は，流体要素内に他の流体要素から流体が流
入したり流出したりするためである (図 3.3)．流体要素の質量が相互に流入・流出するため，
流体全体としては質量が一定に保存されていることになる．
このように，「流体要素の質量の時間変化は流体要素内の質量の流入・流出
、
　の
、
　みである」
と表す方程式が流体の質量保存を表す方程式である．流体要素の質量の時間変化はこの密度
を用いて表したから，これを用いると流体の質量保存を表す方程式は次式となる．なお，こ
の式で右辺の符号を負としたのは，式 (3.12)中において面 dSの法線を外向きに取ったため
である． »
V
BtdV  
»
V
div puqdV (3.13)
この流体の質量保存を表す方程式 (3.13)は任意の点で成り立つため [57]，積分を取り除く
ことで次に示す式 (3.14)が得られる．この式 (3.14)は連続の式と呼ばれており，流体の質
量が時間的に変化せず一定に保存されることを表している．
Bt  div puq  0 (3.14)
流体の非圧縮条件の追加
本項では，非圧縮性流体に対する質量保存を表す方程式を求めるため，上述した流体の質
量保存を表す方程式，すなわち連続の式 (3.14)に非圧縮条件を追加する．非圧縮条件とは，
流体の密度が時間的に変化しないとする条件のことで，この条件を満たす流体は非圧縮性流
体と呼ばれている．
非圧縮性流体では，密度が時間的に変化しない．そのため，非圧縮性流体は，次式に示す
ように，密度の物質微分はゼロとなる [57]．
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流体要素
図 3.3: ある流体要素から流出した質量は別の流体要素に流入する．この図では，中
央の流体要素に流入した質量 (濃い灰色)と，中央の流体要素から流出した質量 (薄
い灰色)が等しい．
D
Dt
 0 (3.15)
上式 (3.15)は非圧縮条件と呼ばれている．この非圧縮条件を満たすように連続の式 (3.14)
を変形すると，次式 3.16に示すように，連続の式はより簡潔に書くことができる．この式
3.16が非圧縮性流体に対する質量保存を表す方程式で，ELFではこの方程式と無次元のナ
ビエ・ストークス方程式 (3.8)を数値解析して流体の振る舞いを計算している．
r  u  0 (3.16)
粘性のある非圧縮性流体の支配方程式
本項では，ELFを用いて解析することが可能な，粘性のある非圧縮性流体の支配方程式
について説明した．この支配方程式は二つから成り，ひとつめは，無次元のナビエ・ストー
クス方程式 (3.8)である．ふたつめは，本項において説明した，流体の質量保存を表す連続
の式 (3.14)である．
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3.2 流体の数値解析
前項で説明した粘性のある非圧縮性流体の支配方程式を数値的に解く手法には，様々なも
のが提案されている．
ELFでは，フラクショナル・ステップ法 [58][59]と呼ばれる手法を用いている．フラク
ショナル・ステップ法とは，Alexandre Chorinによって考案されたもので，段階的に，粘
性のある非圧縮性流体の支配方程式を解く手法である．
次項では，フラクショナル・ステップ法の説明にあたってまず格子法について述べたい．
格子法とは，空間を離散化する手法で，フラクショナル・ステップ法を用いて粘性のある非
圧縮性流体の支配方程式を解くさいには，この格子法を用いる必要がある．
3.2.1 格子法
格子法とは，流体の占める空間を立方体状の格子に分割して，格子点の物理量を解析する
手法である．この物理量には，速度や密度，圧力，渦度が含まれる．
任意の格子点の物理量は添え字を与えて指定する．添え字は x，y，z軸方向にそれぞれ
数字 i，j，kを用いて表している．たとえば，格子点 i; j; kの速度場は ui;j;kとして指定する
(図 3.4)．
このように，格子法は空間を格子に分割し，格子点 i; j; k上の物理量を解析する手法であ
る．ELFでは，フラクショナル・ステップ法 (後述)を用いて粘性のある非圧縮性流体の支
配方程式を解くにあたり，この格子法を用いている．
i, j, k
i, j+1, k
i, j-1, k
i, j, k-1
i, j, k+1
i-1, j, k
i+1, j, k
x
yz
ui, j, k
図 3.4: 格子点 i; j; kの速度場ui;j;k
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3.2.2 フラクショナル・ステップ法
ELFでは，粘性のある非圧縮性流体の支配方程式を数値的に解くにあたって，前項に説
明した格子法と，フラクショナル・ステップ法 [58][59]を実装している．
フラクショナル・ステップ法とは，段階的に，粘性のある非圧縮性流体の支配方程式を解く
手法である．この段階は三つあり，まず，ナビエ・ストークス方程式 (3.8)の拡散項 1{Rer2u
を解き，速度場を仮に求める．次に， 同方程式の移流項 u rquを解いて，この仮に求め
た速度場を更新する．最後に，同方程式の圧力項rP を解いて，仮の速度場を補正する．フ
ラクショナル・ステップ法では，この最後の段階で連続の式 (3.16)が満たされる．
以下では，それぞれの段階について順番に説明する．説明にさいしては，次に述べる表記
を用いる．時間 tは，時間刻みtを用いて t  tn  ntpn ¡ 0qと表す．このとき，tは
既知である．たとえばtには，0:001や 0:01などの，小さい正の数が与えられている．ま
た，tn時の速度場は unと述べ，unも既知とする．
まず最初のステップについて説明する．このステップでは，ナビエ・ストークス方程式
(3.8)の拡散項 1{Rer2uを解いて仮の速度場 uprqを求める．このとき，式 (3.8)中の移流
項や圧力項をいったん無視する．具体的な方程式は次式である．
u  un t

1
Re
r2un

(3.17)
そして次のステップとして，移流項 pun  rqun を解き，仮の速度場 uprqを更新する．
以下の式 (3.18)では更新後の速度場を uprqとしている．
u  u t rpun rquns (3.18)
最後に，圧力項を使って更新後の速度場 uを補正する．
un 1  u t rPn 1 (3.19)
フラクショナル・ステップ法では，この最後の段階で連続の式 (3.16)を満たしている．こ
れは，式 (3.19)は，次のように変形することができ，
u  un 1  t rPn 1 (3.20)
この方程式 (3.20) は，「速度場 u が，管状ベクトル場 un 1 と圧力勾配に t を乗じ
た層状ベクトルにヘルムホルツ分解できる」ということを示しているためである．よって
r  un 1  0となり，un 1は質量保存を表す連続の式 (3.16)を満たすことになる．
un 1を求めるため，式 (3.20)の発散をとると次のようになる．
r  u
t
 r2Pn 1 (3.21)
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上式は圧力のポアソン方程式であり，たとえば遠方で P  0などの境界条件のもと解い
て un 1を求められることが知られている [60]．
フラクショナル・ステップ法では，このように三段階に分けてナビエ・ストークス方程式
(3.8)と連続の方程式 (3.14)を解く．ELFでは，このフラクショナル・ステップ法を用いて
粘性のある非圧縮性流体の支配方程式を数値的に解いている．
3.2.3 移流項の数値解法
前述したように，ELFではフラクショナル・ステップ法によって粘性のある非圧縮性流
れの支配方程式を数値的に解いている．フラクショナル・ステップ法とは，ナビエ・ストー
クス方程式 (3.8)と連続の方程式 (3.16)を三段階に分けて解く手法である．
フラクショナル・ステップ法の第二段階に注目すると，この段階では，ナビエ・ストーク
ス方程式 (3.16)中の pu rquを解く必要がある．
この pu rquは移流項と呼ばれており，数値的に解くさいにブローアップし易いことが
知られている [60][61]．ブローアップとは計算中の数値の桁数がコンピュータの許容桁数を
越えて，シミュレーションが失敗することである．
このようなブローアップを回避する移流項の数値解法として，セミ・ラグランジュ法 [36][60]
が挙げられる．セミ・ラグランジュ法とは，ブローアップし難い，すなわち安定な (Stable
な)移流項の数値解法である．このセミ・ラグランジュ法を用いた流体シミュレーションは，
Stable Fluidsの愛称でアーティストに親しまれている [37]．
ELFでは移流項の数値解法として，セミ・ラグランジュ法と，これの精度を改善したCubic
セミ・ラグランジュ法 [62]，BFECC(Back and Forth Error Compensation and Correction)
法 [63][64][65]の計三つの精度の移流項の数値解法を実装している．
また，ELFでは，これら三つの数値解法をそれぞれ，低精度，中精度，高精度の数値解法
として設定している．以下，セミ・ラグランジュ法とCubicセミ・ラグランジュ法，BFECC
法について説明する．
3.2.3.1 セミ・ラグランジュ法
ELFでは，低精度な移流項の数値解法としてセミ・ラグランジュ法を実装している．こ
のセミ・ラグランジュ法について本項では説明する．
バックトレース
いま，格子点xにおける tn 1pn ¡ 0q時の速度場upx; tn 1qを求めたいとし，格子点xに
おける t0時の速度場 upx; t0qは既知とする．この upx; tn 1qは，式 (3.18)中の速度場 u
にあたる．
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このときセミ・ラグランジュ法では，「格子点 xにおける tn 1時の速度場 upx; tn 1qは，
tn時にすでに，格子点 xから速度場 upx; tnqに沿って
バックトレースした
さかのぼった位置 x utに存在し
ている」と考える．図 3.5にバックトレースの模式図を示す．
u(       )nx, t
x
-Δtu
(      
 )nx, t
u(         )n+1x, t = u(                         )nx                  , t-Δtu( )nx, t
-Δtu(       )nx, tx
図 3.5: バックトレースの模式図
このバックトレースした位置，すなわち上の図 3.5の xtupx; tnqを x  px; yqと書く
ことにする．また，この位置 xにおける tn時の速度場を upx; tnqと書くことにする．
すると，セミ・ラグランジュ法では，格子点 xにおける tn 1時の速度場 upx; tn 1qを次
式のように求める．
upx; tn 1q  upx; tnq  upx ut; tnq (3.22)
線形補間
しかし，バックトレースした位置xが格子点上に無い場合，この位置xでの速度場upx; tnq
の正確な速度場は不明である．格子法においては，速度場が格子点上にのみしか定義されて
いないためである．そのため，位置 xが格子点と格子点のあいだに在る場合には，この位置
xにおける速度場 upx; tnqの正確な値は不明であり，何らかの方法で推算する必要がある．
そこでセミ・ラグランジュ法では，バックトレースした位置 x近傍の格子点の速度場を線
形補間して，この位置 xにおける速度場を求める．
ここでは簡単のため，二次元の場合を例に，この速度場の線形補間について説明する．説
明にあたって次に述べる表記を用いる．格子点 x  xi;jpix; jyqにおける tn時の速度場
は，uni;j と書くことにする．また，バックトレースした位置を x  px; yqと書くことにし，
このバックレースした位置での速度場は upx; tnqと書くことにする．
まず，バックトレースした位置 x  px; yqの傍にある格子点を求める．この格子点の添え
字 i，jは，次式のように，位置 xの xと y座標をそれぞれ，xとyで除算した商を得る
ことで求めることができる．次式では，実数 aの整数部分を抽出する床関数 oorpaqを用い
て商を得ている．
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i  oor
 x
x
	
; j  oor

y
y


(3.23)
上式によってバックトレースした位置 x近傍の格子点は，xi;j，xi 1;j，xi;j 1，xi 1;j 1と
求めることができる (図 3.6)．この格子点上における tn時の速度場はそれぞれ uni;j，uni 1;j
，uni;j 1，uni 1;j 1であり，これらは既知の値である．
次に，これら四つの速度場を線形補間して，バックトレースした位置 xの速度場 upx; tnq
を求める．ここで，は，xi;j から xi 1;j を 1としたときの，xから xi;j の割合である．同
様に，は，xi;j から xi;j 1を 1としたときの，xから xi;j の割合である．これらの と 
は，次式によって求めることができる．
upx; tnq p1 qp1 quni;j
  p1 quni 1;j
  p1 quni;j 1
  uni 1;j 1
(3.24)
  x ix
x
;   y  jy
y
(3.25)
1-
β
β
α 1-α
u(       )nx, t
x
-Δtu
(     
  )nx, tu(       )nx, t
x=(x,y)
x i+1, j
x i, j+1 x i+1, j+1
u i, j
n
u i+1, j
n
u i, j+1
n u i+1, j+1
n
x i, j =(iΔx, jΔy)
Δx
Δ
y
図 3.6: バックトレースした位置 xにおける速度場upx; tnqの線形補間．この速度場
upx; tnqは，位置 x近傍の速度場 uni;j，uni 1;j，uni;j 1，uni 1;j 1から線形補間して求
める．図中の青色の矢印は，バックトレースの方向tupx; tnqを表す．
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このようにセミ・ラグランジュ法は，速度場upx; tn 1qを，格子点 xから速度場upx; tnq
に沿ってバックトレースした位置の速度場 upx; tnq  upx  ut; tnqとし，この速度場を
近傍の格子点の速度場から線形補間する数値解法である．
セミ・ラグランジュ法の欠点を解決する数値解法
ELFでは，低精度，中精度，高精度の三つの移流項の数値解法を実装しているが，このう
ちの低精度な数値解法として第 3.2.3.1項に上述したセミ・ラグランジュ法を実装している．
セミ・ラグランジュ法の計算速度は高速であることが知られている [60]．同項で説明した
ようにセミ・ラグランジュ法はバックトレースと呼ばれる計算と線形補間の二つから成る数
値解法であるが，これらの計算負荷は軽いためである．
しかし，計算速度が速い代わりに，セミ・ラグランジュ法は精度が低いという欠点があ
り，この欠点の要因は，バックトレースと線形補間のそれぞれに在る．
まず，線形補間に注目すると，これは端的にいえば平均化である．セミ・ラグランジュ法
では時間毎に線形補間を繰り返すことになるため，速度場が平均化されて流れ中の細かな特
徴が消失し易いという欠点がある．
次に，バックトレースに注目すると，これは，格子点xにおける tn 1時の速度場upx; tn 1q
を，upx utqとする計算方法のことであるが，この計算方法は本来，流線に沿って曲線
的にバックトレースするべきところを簡易的に x utとして直線的にバックトレースし
ており，そのため誤差が発生するという欠点がある (図 3.7)．
u(       )nx, t
x
流線
-Δtu(       )nx, tx
u(         )n+1x, t
A
-Δt
u(  
     
)nx, t
図 3.7: バックトレースの問題．セミ・ラグランジュ法では，格子点xにおける tn 1
時の速度場upx; tn 1qを，格子点xからutqだけバックトレースした位置xutq
での速度場としている．しかし，本来は流線 (図中の紫色の点線)に沿ってバックト
レースしたA点の速度場をupx; tn 1qとするべきである．
このようなセミ・ラグランジュ法の欠点に注目して，精度を改善した移流項の数値解法に
Cubicセミ・ラグランジュ法と BFECC(Back and Forth Error Compensation and Correc-
tion)法がある．
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前者のCubicセミ・ラグランジュ法は，セミラグランジュ法の「線形補間」について改善
した数値解法で，ELFではこの手法を中精度な数値解法として実装している．
また，後者の BFECC法は「バックトレース」について改善した数値解法で，ELFでは
高精度な数値解法としてこの BFECC法を実装している．
次項ではこれらの Cubicセミ・ラグランジュ法と BFECC法について順に説明する．
3.2.3.2 Cubicセミ・ラグランジュ法
ELFでは，中精度な数値解法としてCubicセミ・ラグランジュ法を実装している．Cubic
セミ・ラグランジュ法とは，セミ・ラグランジュ法における線形補間の代わりにカットマル
ロムスプライン補間を用いることで，セミ・ラグランジュ法の精度を改善した手法である．
セミ・ラグランジュ法とCubicセミ・ラグランジュ法の違い
前項 3.2.3.1に説明したように，セミ・ラグランジュ法とは，「tn 1時の格子点 x上の速
度場 upx; tn 1qを，格子点 xから速度場 upx; tnqに沿ってバックトレースした位置 xの速
度場 upx; tnq」とする数値解法である．
セミ・ラグランジュ法では，バックトレースした位置 xの速度場upx; tnqの計算にあたっ
て線形補間を用いている．前述したように，この線形補間がセミ・ラグランジュ法の精度を
低くしている原因のひとつである．
そこで Cubicセミ・ラグランジュ法では，線形補間の代わりにカットマルロムスプライ
ン補間を用いてセミ・ラグランジュ法の精度を改善している．
このように，セミ・ラグランジュ法とCubicセミ・ラグランジュ法との違いは，バックト
レースした位置 xにおける速度場 upx; tnqの計算に用いられる補間の手法である．前者の
セミ・ラグランジュ法では線形補間が用いられているのに対し，後者のCubicセミ・ラグラ
ンジュ法ではカットマルロムスプライン補間が用いられている．
したがって以下では，カットマルロムスプライン補間を用いた速度場upx; tnqの計算に焦
点を当て，簡単のため二次元の場合を例に説明する．
カットマルロムスプライン補間
それではまず，カットマルロムスプライン補間について説明する．いま，格子点 xi;j 
pix; jyqにおける tn時のスカラー量を ni;jと書くことにし，x軸方向に隣接した四つの格
子点 xi1;j ;xi;j ;xi 1;j ;xi 2;j におけるスカラー量 ni1;j，ni;j，ni 1;j，ni 2;j に注目する．
このとき，xi;jからxi 1;jまでを 1とすると，xi;jから割合 p0      1qに位置する曲線
上のスカラー量を補間するカットマルロムスプライン補間の式は式 (3.26)によって表される
(図 3.8)．ここで，は，xi;j から xi 1;j を 1としたときの，xから xi;j の割合である．また
本論文では，i(x)方向のカットマルロムスプライン補間を表す関数として pを用いている．
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p
 
ni1;j，ni;j，ni 1;j，ni 2;j

 1
2

1  2 3

0 2 0 0
1 0 1 0
2 5 4 1
1 3 3 1


ni1;j
ni;j
ni 1;j
ni 2;j
 (3.26)
  x ix
x
α 1-α
Δx
i(x)方向
p( , , ),
x
図 3.8: ipxq方向のカットマルロムスプライン補間．図中の赤い点のスカラー量は
p
 
ni1;j，ni;j，ni 1;j，ni 2;j
によって計算することができる．
以下での説明の都合上，j(y)軸方向のカットマルロムスプライン補間についても考えた
い．横軸 i(x)方向のカットマルロムスプライン補間と同様に，xi;j から xi;j 1までを 1と
したとき，xi;j から割合 p0      1qに位置する曲線上のスカラー量はカットマルロムス
プライン補間を用いて，式 (3.27)のように求められる．ここで は，xi;j から xi;j 1を 1と
したときの，xから xi;j の割合である．この は，と同様に求めることができる．また，
関数 qは，j(y)軸方向のカットマルロムスプライン補間を表している．
qpni;j1，ni;j ni;j 1 ni;j 2q
 1
2

1  2 3

0 2 0 0
1 0 1 0
2 5 4 1
1 3 3 1


ni;j1
ni;j
ni;j 1
ni;j 2
 (3.27)
  y  jy
y
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カットマルロムスプライン補間を用いた速度場の補間
i(x)軸方向と，j(y)軸法方向のカットマルロムスプライン補間について前述した．xi;jか
ら i(x)方向に割合 p0      1qに位置する曲線上のスカラー量は，i(x)方向のカットマル
ロムスプライン補間を表す関数 pを用いて ppni1;j，ni;j，ni 1;j，ni 2;jqとなる．また，xi;j
から j(y)方向に割合 p0      1qに位置する曲線上のスカラー量は，j(y)方向のカットマ
ルロムスプライン補間を表す関数 qを用いて qpni;j1，ni;j，ni;j 1，ni;j 2qとなる．
ここでは，カットマルロムスプライン補間を用いた速度場の補間について説明するため，
i(x)方向のカットマルロムスプライン補間を表す関数 pと，j(y)方向のカットマルロムスプ
ライン補間を表す関数 qの表記について次のように改める．
p
 
ni1;j，ni;j，ni 1;j，ni 2;j
  pni;j
q
 
ni;j1，ni;j，ni;j 1，ni;j 2
  qni;j (3.28)
Cubicセミ・ラグランジュ法では，この i(x)方向と j(y)方向のカットマルロムスプライ
ン補間を表す関数を用いて，バックトレースした位置 xの速度場 upx; tnqをしている．
具体的にはまず，速度場 upx; tnqは，まず ipxq方向にカットマルロムスプライン補間を
実行して pni;j1，pni;j，pni;j 1，pni;j 2を求める．つぎにこれら pni;j1，pni;j，pni;j 1，pni;j 2を今
度は，jpyq方向にカットマルロムスプライン補間を実行する．図 3.9にカットマルロムスプ
ライン補間による速度場 upx; tnqの計算を示す．この図 3.9では分かりやすさを考慮して，
図の鉛直方向にベクトルの成分 (たとえば upx; tnqの x成分)のみを示している．
upx; tnq  q
 
pni;j1，pni;j，pni;j 1，pni;j 2

(3.29)
3.2.3.3 BFECC法
ELFは，低精度，中精度，高精度の三つの移流項の数値解法を実装している．このうち
低精度な数値解法として ELFはセミ・ラグランジュ法を実装している．また，中精度な数
値解法としてCubicセミ・ラグランジュ法を実装している．これらの低精度，中精度な数値
解法については前述した．
本項では，高精度な数値解法として ELFが実装しているBFECC(Back and Forth Error
Compensation and Correction)法 [63][64][65]について説明する．説明にあたって，まず，
セミ・ラグランジュ法と Cubicセミ・ラグランジュ法，BFECC法の違いについて述べる．
セミ・ラグランジュ法とCubicセミ・ラグランジュ法，BFECC法の違い
第 3.2.3.2項で前述したように，セミ・ラグランジュ法とは，「tn 1時の格子点 x上の速
度場 upx; tn 1qを，格子点 xから速度場 upx; tnqに沿ってバックトレースした位置 xの速
度場 upx; tnq」，とする数値解法である．
しかし，このセミ・ラグランジュ法は精度が低いという欠点があり，この欠点は線形補間
とバックトレースに起因している．
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図 3.9: カットマルロムスプライン補間による速度場upx; tnqの計算．図の鉛直方向
はベクトルの成分 (たとえばupx; tnqのx成分)を示す．Cubicセミ・ラグランジュ法
では，まず ipxq方向にカットマルロムスプライン補間を実行して pni;j1，pni;j，pni;j 1
，pni;j 2を求め (図中の赤丸)，つぎに jpyq方向にカットマルロムスプライン補間を実
行して速度場upx; tnqを求める (図中の緑丸)．
このセミ・ラグランジュ法の「線形補間」を改善した数値解法が Cubicセミ・ラグラン
ジュ法である．Cubicセミ・ラグランジュ法は，線形補間の代わりにカットマルロムスプラ
イン補間を用いている．
一方，セミ・ラグランジュ法の「バックトレース」を改善した数値解法が，本項で説明す
るBFECC法である．このバックトレースには誤差が発生している．これは，流線上に沿っ
てバックトレースするべきところを，簡易的に x utとしているためである．
BFECC法では，このバックトレース時に発生する誤差を減らすため，バックトレースに
加えてフォワードトレース (後述)と呼ばれる計算を用いている．
以下，まず，バックトレースについて改めて触れながら，フォワードトレースやBFECC
法について説明する．
バックトレース
第 3.2.3.1項に前述したようにバックトレースとは「格子点 xにおける tn 1 時の速度場
upx; tn 1qは，upx utqである」とする計算方法のことである．
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このバックトレースついては式 (3.22)に示したが，ここでは次式のように改めて表記す
る．ここで， L1は upx; tnqを ut方向へバックトレースする演算子である．
upx; tn 1q  L1pupx; tnqq  upx ut; tnq (3.30)
フォワードトレースと誤差の計算
バックトレースによって求められた L1pupx; tnqqは誤差を含んでいる [64]．この誤差を
以下では，eと書くことにする．
BFECC法では，この誤差 eを求めるために L1pupx; tnqqをut方向へバックトレー
スする．このバックトレースは負方向へのバックトレースなのでフォワードトレースと呼ば
れている．式 (3.31)にフォワードトレースを示す．ここで，記号 Lはフォワードトレース
を実行する演算子である．
LpL1pupx; tnqqq (3.31)
式 (3.31)の計算結果はupx; tnqに戻らず，これに対して誤差 2eを含んでいる．なぜなら，
式 (3.31)は，バックトレースとフォワードトレース (負方向のバックトレース)，すなわち二
回のバックトレースを計算しているからである [65]．
よって，誤差 eは次式より求めることができる．
e  LpL
1pupx; tnqqq  upx; tnq
2
(3.32)
誤差を補正してからバックトレースする
BFECC法では，こうして求めた誤差 eを用いて次式のように，upx; tnqを補正する．こ
こで，補正した速度場を u^px; tnqqとしている．
u^px; tnqq  upx ut; tnq  e (3.33)
BFECC法では，この補正した速度場 u^px; tnqqを使ってバックトレースを行い，格子点
xにおける tn 1時の速度場 upx; tn 1qを求める (図 3.10)．
upx; tn 1q  L1pu^px; tnqq  u^px u^t; tnq (3.34)
このように，BFECC法とは，バックトレースとフォワードトレースを組み合わせて，バッ
クトレース時に発生する誤差を補正する移流項の数値解法である．ELFでは，このBFECC
法を高精度な数値解法として実装している．
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図 3.10: BFECC法による速度場 upx; tn 1qの計算．図中の青色と橙色の矢印はそ
れぞれ，バックトレースとフォワードトレースを示す :．
3.3 流体の可視化
3.3.1 スカラー場の可視化手法
ELFではマーチングキューブス法 (Marching Cubes法．以下では，MC法と略記する）
[66][67]を用いて，スカラー場の等値面を可視化している．このスカラー場には，密度場や
速度場，圧力場，渦度場がある．なお，速度場と渦度場に関してはその絶対値を取る．
頂点インデックスの作成
いま，格子点 tx0;x1;x2   x7uを頂点とした立方体を考え，この立方体の稜線に番号を
振る (図 3.11)．それぞれの格子点におけるスカラー量は t0; 1; 2   7uとする．また，等
値面の閾値は cとする．
MC法でははじめに，等値面に格子点が含まれているかどうかの内外判定を行う．
この内外判定を表すデータが頂点インデックスである．頂点インデックスは，立方体の格
子点 tx0;x1;x2   x7uに与える数列で，この数列は格子点の添え字の小さいほうから右詰
で 0もしくは 1を並べたものである．0が与えられた格子点は等値面の内側であり，1が与
えられた格子点は等値面の外側である．
たとえば，頂点インデックス 0000 1000は，格子点 x3のみに 1が与えられており，格子
点 x3が等値面の外側に位置していることを意味している．また，そのほかの格子点には 0
が与えられているため，これらの格子点は等値面の内側に位置している．
: この図 3.10は著書 [60]および論文 [65]に掲載されている図を参考にして制作した．
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図 3.11: 立方体の稜線に振られた番号．格子点 tx0;x1;x2   x7uを頂点とした立方
体を考え，この立方体の稜線に番号 (図中の青字)を振る．
頂点インデックスを作成するには，格子点上のスカラー量 t0; 1; 2   7uと等値面の
閾値 cの大小を比較する．閾値よりスカラー量のほうが小さい場合，そのスカラー量に対応
する頂点に対して 0を割り当てる．反対に，閾値よりスカラー量のほうが大きければ 1を割
り当てる．たとえば，3以外の全てのスカラー量が閾値 cより小さい場合，頂点インデック
スは 0000 1000となる．同様にすべての格子点に対して閾値 cとの大小を比較し，格子点に
0もしくは 1を割り与えて頂点インデックスを作成する．
稜線インデックスの作成
MC法ではつぎに，等値面と立方体の稜線との交点の有無を計算する．
この交点の有無を表すデータが稜線インデックスである．稜線インデックスは立方体の
稜線に与える数列で，この数列も稜線の番号順に右詰で 0もしくは 1を並べたものである．
この稜線インデックスのなかで 1が与えられた稜線は，等値面と交点を持つことを意味し
ている．また 0が与えられた稜線は，等値面と交点を持たないことを意味している．このよ
うな等値面のパターンは，立方体を回転すると重なるケースを除くと，15種類が考えられ
ることが検討されている [66](図 3.12)．
稜線インデックスを作成するためにMC法では，ルックアップテーブルを利用する．こ
のルックアップテーブルは，頂点インデックスを指定すると，稜線インデックスを取得する
ことができるというものである．具体例については以下で説明するが，本論文ではこのルッ
クアップテーブルをルックアップテーブルAと述べることにする．
たとえば，ルックアップテーブル Aからは，頂点インデックス 0000 1000を指定すると
稜線インデックス 1000 0000 1100を取得することができる．この稜線インデックスは稜線
番号 2番と 3番，11番の稜線が等値面と交点を持つことを意味している (図 3.13上)．
別の例について示すと，頂点インデックス 0000 1001を指定した場合に，ルックアップ
テーブルAからは稜線インデックス 1001 0000 0101を取得することができ，これは稜線番
号 0番と 2番，8番，11番の稜線が，等値面と交点を持つことを意味している (図 3.13下)．
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図 3.12: マーチングキューブス法における等値面のパターン．ただし，立方体を回
転すると重なるケースを除く．
交点の計算
MC法ではつづいて，等値面と稜線との交点を計算する．この交点を持つ稜線の稜線番
号は，前述した稜線インデックスから判別することができる．たとえば，稜線インデックス
1000 0000 1100からは，等値面と稜線番号 2番と 3番，11番の稜線とが交点を持つことが
分かる．
等値面と稜線との交点の計算には，この稜線両端の格子点のスカラー量と閾値 cとを線形
補間する．たとえば，等値面と稜線番号 3番の稜線との交点Pは，稜線番号 3番の稜線両
端の格子点のスカラー量 3と 0と閾値 cとを線形補間して，次式のように求める．
P  x0   px3  x0q c 0
3  0 (3.35)
ポリゴンの描画
MC法では最後に，交点を接続して三角形ポリゴンを描画する．
交点を接続する順番を表すデータ (以下，接続順番データと略記する)を取得するために，
MC法ではルックアップテーブルを利用する．このルックアップテーブルは，稜線インデッ
クスを指定すると交点の接続順番データを取得することができるというものである．この
ルックアップテーブルはルックアップテーブル Bと述べることにする．
たとえばルックアップテーブル Bからは，稜線インデックス 1000 0000 1100を指定する
と t3; 11; 2uという接続順番データを取得することができる．この接続順番データは，「稜線
番号 3番，11番，2番の順番に，これらの稜線上の交点を接続せよ」ということを示してい
る (図 3.14上)．
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図 3.13: 稜線インデックスの取得．頂点インデックスを指定して，ルックアップテー
ブルAから稜線インデックスを取得する．上図は，頂点インデックス 0000 1000を
指定して，ルックアップテーブルAから稜線インデックス 1000 0000 1100を取得し
ている．また，下図は，頂点インデックス 0000 1001を指定して，ルックアップテー
ブルAから稜線インデックス 1001 0000 0101を取得している．
別の例としては，ルックアップテーブルBからは，稜線インデックス 1001 0000 0101を指
定すると t0; 11; 2; 8; 11; 0uという接続順番データを取得することができる．このデータは，
二つの三角形ポリゴンを描画せよ，ということを示している．ひとつめの三角形ポリゴン
は，稜線番号 0番，11番，2番の稜線上の交点を接続して描画する．ふたつめの三角形ポリ
ゴンは，稜線番号 8番，11番，2番の稜線上の交点を接続して描画する (図 3.14下)．
このように，MC法とは以上の四つ段階を経て，スカラー場を可視化する手法である，ELF
では，このMC法を用いて密度場や速度場，圧力場，渦度場のスカラー量を可視化している．
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図 3.14: 接続順番データの取得．稜線インデックスを指定して，ルックアップテー
ブルBから接続順番データを取得する．上図は，稜線インデックス 1000 0000 1100
を指定して，ルックアップテーブルBから接続順番データ t3; 11; 2uを取得している．
また，下図は，稜線インデックス 1001 0000 0101を指定して，ルックアップテーブ
ルBから接続順番データ t0; 11; 2; 8; 11; 0uを取得している．
3.3.2 ベクトル場の可視化手法
ELFではベクトル場を可視化する手法として，流体粒子と流跡線を実装している．流体
粒子は，速度場に乗って移動する点である．一方，流跡線は流体粒子の軌跡を表した曲線で
ある．以下，流体粒子と流跡線の実装について述べる．
3.3.2.1 流体粒子
流体粒子は，速度場に乗って運動する点である．ELFでは，任意の個数の流体粒子を流
体中に放流して速度場を可視化している．ここでは，ある流体粒子の運動に注目し，その実
装について簡単のため二次元の場合を例に説明する．
説明にあたって，次の表記を用いる．t  tn  nt時のある流体粒子の位置をpn  px; yq
と書くことにする．また，この流体粒子の pnにおける速度を vppnqと書くことにする (図
3.15)．
流体粒子の位置 pnは，自身の速度 vppnq毎に更新される
個々の流体粒子は，自身の速度 vppnq毎に位置 pnを更新して運動している．この運動は，
tn時の流体粒子の位置 pnと速度 vpp; tnqを用いて次式のように与えられている．
pn 1  pn  tvppnq (3.36)
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図 3.15: 流体粒子．図中の pnは t  tn  ntにおける，ある流体粒子の位置を示
す．また，図中の vppnqは，この流体粒子の pn時の速度を示す．
流体粒子の速度 vppnqは，近傍の格子点の速度場から線形補間して求める
ELFでは，流体粒子を速度場に乗って運動させるため，式 (3.36)中の流体粒子の速度vppnq
を，流体粒子近傍の格子点の速度場から線形補間して求めている．
この流体粒子の速度場の計算について説明する．そこで，流体粒子近傍の格子点を，xi;j，
xi 1;j，xi;j 1，xi 1;j 1とする．また，これらの格子点上における tn時の速度場はそれぞ
れ uni;j，uni 1;j，uni;j 1，uni 1;j 1であり，これらは既知の値であるとする．(図 3.16)．
このとき，流体粒子の速度場は，次式によって計算することができる．この式中の は，
xi;jからxi 1;jを 1としたときの，pnからxi;jの割合である．同様に，は，xi;jからxi;j 1
を 1としたときの，pnから xi;j の割合である．また，式中の pxは pnの x成分を，pyはそ
の y成分を表している．
vppnq p1 qp1 quni;j
  p1 quni 1;j
  p1 quni;j 1
  uni 1;j 1
(3.37)
  px  ix
x
;   py  jy
y
3.3.2.2 流跡線
ELFではベクトル場を可視化する手法として流体粒子と流跡線を実装している．ここで
は，後者の流跡線の実装について説明する．
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図 3.16: 流体粒子の速度 vppnqの計算．速度 vppnqは，流体粒子の位置 pn近傍の格
子点xi;j，xi 1;j，xi;j 1，xi 1;j 1の速度場uni;j，uni 1;j，uni;j 1，uni 1;j 1から線形補
間して計算する．
p n p n+1
p n-1
p n-2
・・・
p n-N
流跡線
流体粒子
図 3.17: 流跡線．流跡線は，時間と共に変化するこの流体粒子 pnN ; pn1;pn;pn 1
を直線で繋いだものである．
流体粒子の位置の変化
t  tn  ntにおける流体粒子の位置を pnと書くことにすると，この流体粒子の位置は
pnは自身の速度 vppnq毎に更新され，pnN ; pn1;pn;pn 1と変化していく．ここでN は
N   nを満たす任意の整数で，pnN は n時からN 時だけ前の位置の流体粒子の位置を示
している．
流跡線は流体粒子の軌跡である
流跡線は，時間と共に変化するこの流体粒子 pnN ; pn1;pn;pn 1を直線で繋いだもの
である．前述したとおり，このN は pnN は n時からN 時だけ前の位置の流体粒子の位置
を示しているが，同時に，流跡線の長さを決定している．ELFでは，任意の長さの流跡線を
指定することが可能である．
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第4章 三次元流体シミュレーション
ツールキットELFのAPI
本研究ではクリエイティブプログラミングのための三次元流体シミュレーションのツール
キットELF(Educational Library for Fluid)を構築している．本章ではまず，このELFのシ
ステム構成について説明する．つぎに ELFを用いたシンプルな三次元流体シミュレーショ
ンソフトウェアの例を示して，さらにELFのAPI(Application Programming Interface)や，
ELFに同梱されているサンプルプログラムについて説明する．さいごに，ELFのパフォー
マンスについて述べる．
4.1 ELFのシステム構成
ELFは Processing上で動作するツールキットで，二つのクラスから構成されている．ひ
とつめはプライベートな solverクラスである．この solverクラスは流れの数値解析を実
装している．もうひとつはパブリックな ELFクラスである．ELFクラスは，プライベートな
solverクラスに対しするインタフェースで，solverクラスで数値解析するさいに必要な
データを入力したり，その数値解析の結果を可視化したりする APIを実装している．以下
に，solverクラスと ELFクラスについて説明する．
solverクラス
solverクラスは流れの数値解析部である．ELFでは数値解析時に，速度場，密度場，境
界条件，精度，格子数，粘性，拡散係数，時間刻み，障害物のデータを用いている．解析す
るデータは具体的に，流れ中の速度場と密度場，圧力場，渦度場，流体粒子，流跡線の六つ
である．これら六つのデータは解析後に solverクラス内に格納されている．
ELFクラス
ELFクラスは，上述の solverクラスに対して数値解析時に用いられるデータを入力する
APIと，solverクラス内の数値解析を実行する update関数，solverクラス内に格納され
た解析後のデータを可視化するAPIを実装している．
solverクラスに対して数値解析に必要なデータを入力する ELFクラスのAPIは二種類あ
る．ひとつめは，「流れの数値解析に関する API」である．この APIは，速度場や密度場，
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境界条件，精度，格子数，粘性，拡散係数，時間刻みを solverクラスに入力する関数から
成る．もうひとつは「流れ中の障害物に関する API」である．これは，障害物を設置，移
動，除去，複製する関数から成り，solverクラスに障害物の位置データを入力するAPIで
ある．「流れの数値解析に関するAPI」と「流れ中の障害物に関するAPI」をプログラミン
グすることで，アーティストは速度場，密度場，境界条件，数値解法，格子数，粘性，拡散
係数，時間刻み，障害物など，流れの解析に必要なデータを soverクラスに入力することが
可能である．なお，入力が省略されたデータについてはデフォルト値が入力される．
一方，解析後のデータを可視化する ELFクラスのAPIには「流れの可視化に関するAPI」
がある．この APIは，速度場や密度場，圧力場，渦度場，流体粒子，流跡線を可視化する
関数から成る．また，可視化時に適用されるカラースキームを指定する関数や，凡例を表示
する関数，速度場や密度場などの場を三次元モデルとしてエクスポートする関数もこのAPI
に含まれている．
ELFを用いた三次元流体シミュレーションソフトウェアのプログラミング
ELFを用いることでアーティストは，次に述べる二つの手順で独自の三次元流体シミュ
レーションソフトウェアをプログラミングすることができる．
まずアーティストは，ELFクラスの「流れの数値解析に関するAPI」と「流れ中の障害物
に関するAPI」をプログラミングして流れの数値解析に必要なデータを solverクラスに入
力する．つぎに ELFクラスの「流れの可視化に関するAPI」をプログラミングして解析後の
データを可視化することができる．
solverクラス内に記述されている数値解析処理や解析後のデータの格納などの複雑な処
理についてアーティストがプログラミングする必要はない．その代わりアーティストは，ELF
クラスの直観的なAPIを用いることで容易に独自の三次元流体シミュレーションソフトウェ
アをプログラミングすることができる．図 4.1に ELFのシステム構成図を示す． 　
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図 4.1: ELFのシステム構成図．図中の「流れの解析」と「解析後のデータの格納」
については，ELFクラスの update関数を用いて実行する．
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4.2 ELFを用いたシンプルな三次元流体シミュレーショ
ンソフトウェア
ELFを用いることでアーティストは，約 15行という少ない行数で三次元流体シミュレー
ションソフトウェアをプログラミングすることができる．このシンプルなソフトウェアの
ソースコードをソースコード 4.1に示す．また，ソースコード 4.1の実行結果を図 4.2に示す．
ソースコード 4.1: ELFを用いたシンプルな三次元流体シミュレーションソフトウェ
アのソースコード (全文)
1 // ELFを初期化する
2 elf = new ELF(this);
3
4 void setup() {
5 // ウィンドウサイズを 640  480に指定する
6 // 第三引数は，Processing専用の三次元 CGの描画エンジン P3Dを指定する
7 size(640, 480, P3D);
8 }
9
10 void draw() {
11 // 背景色を黒に指定する
12 background(0);
13
14 // 格子点 p10; 5; 10qに速度場 p0; 35; 0qを指定する
15 elf.setVelocity(10,5,10,new PVector(0, 35, 0));
16
17 // 数値解析を実行する
18 elf.update();
19
20 // 流体粒子を描画する
21 elf.drawParticle();
22 }
既存の流体シミュレーションライブラリとの比較
このようなシンプルなソフトウェアのプログラミングに必要なソースコードの行数につ
いて，既存の流体シミュレーションライブラリと ELFとを比較したい．
第 2.2.3項に前述したように，昨今では，MSA Fluidや diewald uid，ofxFluid，ofxFlow-
Toolsなど，クリエイティブプログラミングのための様々な流体シミュレーションライブラ
リが公開されている．
既存の流体シミュレーションライブラリは二次元流体シミュレーションにのみ対応して
いて，ELFのように三次元流体シミュレーションに対応していないため，ソースコードの
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行数について一律に比較することは難しいが，例えば diewald uidを用いると，約 50行で
二次元流体シミュレーションソフトウェアをプログラミングすることができる．
一方の ELFは，ソースコード 4.1に示したように，約 15行で三次元流体シミュレーショ
ンソフトウェアをプログラミングすることができ，一つ次元が多い ELFの方が既存のライ
ブラリよりも少ない行数で流体シミュレーションソフトウェアをプログラミングすることが
できる点を考慮すると，ELFの方が既存ライブラリより簡潔に流体シミュレーションを実
現することが可能であると考えられる．
x
y
z
図 4.2: ELFを用いたシンプルな三次元流体シミュレーションソフトウェア例
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4.3 ELFのAPI
本項では，クリエイティブプログラミングのための三次元流体シミュレーションツール
キット ELFのAPI(Application Programming Interface)について述べる．
4.3.1 流れの可視化に関するAPI
場を可視化する関数
ELFは，速度場，密度場，圧力場，渦度場の四つの場を可視化する関数を実装している．
速度場を可視化する関数は drawVelocity();である．同様に，密度場を可視化する関数は
drawDensity();で，圧力場を可視化する関数は drawPressure();である．また，渦度場
を可視化する drawVorticity();である．例として密度場を可視化する場合のソースコー
ドを以下に示す．図 4.3に，ELFによって可視化した t  0:0075と t  0:0325，t  0:0575
のときの密度場，速度場，圧力場，渦度場を示す．
ソースコード 4.2: 密度場を可視化する
1 // 密度場を可視化する
2 elf.drawDensity();
場の一部を可視化する関数
速度場，密度場，圧力場，渦度場などの場の一部を可視化するには，上述の第 4.3.1項に
述べた「場を可視化する関数」に，最小値を指定する int minと最大値を指定する int max
の二つの引数を与えて可視化する範囲を限定する．たとえば密度場について，50  200の
範囲を可視化するソースコードを以下に示す．ELFでは凡例上の物理量を 0  255に正規
化して，可視化する範囲を凡例と対応させている．凡例と対応することでアーティストは，
特定範囲の色の場のみを抽出して可視化することができると考えられる．図 4.4に 0  255，
50  200，100  150の範囲の密度場，速度場，圧力場，渦度場を可視化した例を示す．
ソースコード 4.3: 密度場の一部を可視化する
1 // 密度場の一部 (50  200)を可視化する
2 elf.drawDensity(50, 200);
第 4章 三次元流体シミュレーションツールキット ELFのAPI 50
　
xzxzxz
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xzxzxz
(a) 密度場
t = 0.0075 t = 0.0325 t = 0.0575
図 4.3: ELFによる場の可視化．t  0:0075と t  0:0325，t  0:0575のときの (a)
密度場，(b)速度場，(c)圧力場，(d)渦度場を示す．
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(d) 渦度場 ( t=0.065 )
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図 4.4: ELFによる場の一部の可視化．t  0:065のときの (a)密度場，(b)速度場，
(c)圧力場，(d)渦度場を示す．図中の凡例の minと maxの間の場が可視化される．
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場の断面を可視化する関数
ELFには，速度場，密度場，圧力場，渦度場の断面を可視化する関数が実装されている．
断面には，x平面に平行な断面 xと y平面に平行な断面 y，z平面に平行な断面 zの三つが
あり，任意の位置の断面を可視化することが可能である．たとえば密度場の断面 xを可視化
する関数は drawDensitySlitX(int i);であるが，引数の nxに x平面から何個目の断面を
可視化するかを指定することができる．例として，x平面から 5個目の密度場の断面 xと，
y平面から 10個目の密度場の断面 y，z平面から 15個目の断面 zを可視化するソースコー
ドを以下に示す．
ソースコード 4.4: 断面を可視化する方法
1 // x平面から 5個目の密度場の断面 xを表示する
2 elf.drawDensitySlitX(5);
3
4 // y平面から 10個目の密度場の断面 yを表示する
5 elf.drawDensitySlitY(10);
6
7 // z平面から 15個目の密度場の断面 zを表示する
8 elf.drawDensitySlitZ(15);
速度場や圧力場，渦度場の断面の可視化についても同様である．表 4.1に場の断面を可視
化する関数の一覧表を示す．また，図 4.5に，t  0:0075と t  0:0325，t  0:0575のとき
の密度場，速度場，圧力場，渦度場の断面を示す．
表 4.1: 場の断面を可視化する関数の一覧表
　　　　　　　　　　　　　　　　関数 説明
drawVelocitySlitX(int nx); X平面から nx個目の速度場の断面を可視化する
drawVelocitySlitY(int ny); Y平面から ny個目の速度場の断面を可視化する
drawVelocitySlitZ(int nz); Z平面から nz個目の速度場の断面を可視化する
drawDensitySlitX(int nx); X平面から nx個目の密度場の断面を可視化する
drawDensitySlitY(int ny); Y平面から ny個目の密度場の断面を可視化する
drawDensitySlitZ(int nz); Z平面から nz個目の密度場の断面を可視化する
drawPressureSlitX(int nx); X平面から nx個目の圧力場の断面を可視化する
drawPressureSlitY(int ny); Y平面から ny個目の圧力場の断面を可視化する
drawPressureSlitZ(int nz); Z平面から nz個目の圧力場の断面を可視化する
drawVorticitySlitX(int nx); X平面から nx個目の渦度場の断面を可視化する
drawVorticitySlitY(int ny); Y平面から ny個目の渦度場の断面を可視化する
drawVorticitySlitZ(int nz); Z平面から nz個目の渦度場の断面を可視化する
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図 4.5: ELFによる場の断面の可視化．t  0:0075と t  0:0325，t  0:0575のとき
の (a)密度場，(b)速度場，(c)圧力場，(d)渦度場の断面を示す．x平面に平行な断
面は，図左上の赤点線で囲った平面である．また，y平面に平行な断面は，図左上
の緑点線で囲った平面である．z平面に平行な断面は，図左上の青点線で囲った平
面である．図では，これらの断面の位置を格子空間の中央としている．
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流体粒子を描画する関数
流体粒子を描画する関数は drawParticle();である．流体粒子を発生する位置は setPa-
rticleEmitter(int nx, int ny, int nz);関数を使用して指定する．引数 nxと ny，nz
に指定した nx, ny, nzが流体粒子の発生する位置である．これらの引数は省略することも
できて，その場合は空間中に一様に流体粒子が発生する．また，流体粒子の速さと色はそ
れぞれ，setParticleSpeed(float speed);と setParticleColor(int R, int G, int
B, int A);を使って指定する．
たとえば，流体粒子を格子点 p11; 12; 13qに発生させ，可視化するソースコードを以下に示
す．なお，流体粒子の速さは 10とし，色は白とする．図 4.6(a)に t  0:0046と t  0:092，
t  0:115のときの流体粒子を示す．なお，図では流体粒子は xz平面から y軸の正方向に向
かって進んでいる．また，図では，上面に壁条件を指定している．
ソースコード 4.5: 流体粒子を描画する方法
1 // 流体粒子の速さを 10に指定する
2 elf.setParticleSpeed(10);
3
4 // 流体粒子の色を白に指定する
5 elf.setParticleColor(255, 255, 255, 100);
6
7 // 流体粒子を発生する位置を px; y; zq  p11; 12; 13qに指定する
8 elf.setParticleEmitter(11, 12, 13);
9
10 // 流体粒子を可視化する
11 elf.drawParticle();
流跡線を描画する関数
ELFには，流跡線を描画する関数としてdrawCurve();が実装されている．流跡線とは，運
動中の流体粒子の軌跡を曲線として残したものである．流跡線の長さはsetCurveLength(int
length);によって指定する．また，流跡線の色は setCurveColor(int R, int G, int B,
int A)によって指定する．
例として，曲線の長さを 10としたときの流跡線を可視化するソースコードを以下に示
す．なお，流跡線の色は白とする．また，このソースコードの実行結果として，図 4.6(b)に
t  0:0046と t  0:092，t  0:115のときの流跡線を示す．
ソースコード 4.6: 流跡線を可視化する方法
1 // 流体粒子の速さを 10に指定する
2 elf.setParticleSpeed(10);
3
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4 // 流体粒子の色を白に指定する
5 elf.setParticleColor(255, 255, 255, 100);
6
7 // 流体粒子を発生する位置を px; y; zq  p11; 12; 13qに指定する
8 elf.setParticleEmitter(11, 12, 13);
9
10 // 流跡線の長さを 10に指定する
11 elf.setCurveLength(10);
12
13 // 流跡線の色を白に指定する
14 elf.setCurveColor(255, 255, 255);
15
16 // 流跡線を可視化する
17 elf.drawCurve();
x
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z
x
y
z
(a) 流体粒子 (b) 流跡線
t = 0.115
t = 0.092
t = 0.046
t = 0.115
t = 0.092
t = 0.046
図 4.6: ELFによる流体粒子と流跡線．t  0:0046と t  0:092，t  0:115のときの
(a)流体粒子と (b)流跡線を示す．空間中の流体粒子と流跡線は xz平面から y軸の
正方向に向かって進んでいる．また，空間の上面は壁条件としている．
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カラースキームを指定する関数
速度場のカラースキームを指定する関数は setVelocityMagnitudeOriginalColor(c-
olor[] c);である．同様にsetDensityOriginalColor(color[] c);と，setPressureOrigi-
nalColor(color[] c);，setVorticitiyOriginalColor(color[] c);はそれぞれ，速度
場と密度場，圧力場，渦度場のカラースキームを指定する．これらの関数は複数の色を引数
(color[] c)に与えると，それらの色を補間する．たとえば 10色を使って密度場のカラー
スキームを指定するソースコードをソースコード 4.7に，実際に生成されるカラースキーム
を図 4.7に示す．さらに，様々なカラースキームを指定して場を可視化した様子を図 4.8に
示す．
ソースコード 4.7: カラースキームを指定する方法
1 // 10個色を指定する． 1  10は，図 4.7に対応している．
2 color[] originalColor = new color[10];
3 originalColor[0] = color( 25, 22, 43, 15); // 1
4 originalColor[1] = color( 28, 66, 92, 20); // 2
5 originalColor[2] = color(100, 100, 100, 25); // 3
6 originalColor[3] = color( 67, 127, 144, 75); // 4
7 originalColor[4] = color(106, 189, 196, 120); // 5
8 originalColor[5] = color(214, 194, 143, 125); // 6
9 originalColor[6] = color( 86, 48, 112, 150); // 7
10 originalColor[7] = color(177, 79, 185, 100); // 8
11 originalColor[8] = color( 86, 48, 112, 200); // 9
12 originalColor[9] = color(116, 45, 132, 225); // 10
13
14 // 10個の色を補間して，密度場のカラースキームを指定する．
15 elf.setDensityOriginalColor(originalColor);
図 4.7: カラースキームの例． 1  10は，ソースコード 4.7に対応している．
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(a) 密度場 ( t=0.065 )
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図 4.8: カラースキームを指定した場の可視化．t  0:065のときのの (a)密度場，(b)
速度場，(c)圧力場，(d)渦度場を示す．
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凡例を表示する関数
ELFには，凡例 (Legend)を表示する四つの関数がある．一つ目は，速度場の凡例を表示す
る drawVelocityMagnitudeLegend(int x, int y, int width, int height);である．
二つ目は，密度場の凡例を表示する drawDensityLegend(int x, int y, int width, int
height);である．三つ目は，圧力場の凡例を表示する drawPressureLegend(int x, int
y, int width, int height);である．四つ目は，渦度場の凡例を表示するdrawVorticityLege-
nd(int x, int y, int width, int height);である．引数 xと yは凡例の左隅の二次元
座標を指定する．これらの関数の引数 widthと heightには，凡例の幅と高さを指定する．
例として，密度場の凡例を表示する例をソースコード 4.8を以下に示す．ここで，凡例を
描画する位置は，ウィンドウの左隅 (x, y)=(10, 20)とした．また，凡例の幅と高さはそ
れぞれ，width=200，高さ height=50である．
凡例はカラースキームと連動している．図 4.9に密度場，速度場，圧力場，渦度場の凡例
を示す．ここで，密度場はデフォルトの虹色のカラースキームが適用されている．その他の
速度場や圧力場，渦度場については独自に筆者がカラースキームを適用した．
ソースコード 4.8: 密度場の凡例を表示する方法
1 int x = 10; // 凡例の左隅の x座標
2 int y = 20; // 凡例の左隅の y座標
3
4 int width = 200; // 凡例の高さ
5 int height = 50; // 凡例の幅
6
7 drawDensityLegend(x, y, width, height); // 凡例を表示する
(a) 密度場の凡例
density velocity pressure vorticity
(b) 速度場の凡例 (c) 圧力場の凡例 (d) 渦度場の凡例
図 4.9: 凡例の例．(a)密度場，(b)速度場，(c)圧力場，(d)渦度場の凡例を示す．凡
例はカラースキームと連動している．密度場はデフォルトの虹色のカラースキーム
が適用しているが，その他の速度場や圧力場，渦度場については独自に筆者がカラー
スキームを適用した．
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三次元モデルをエクスポートする関数
ELFには，速度場，密度場，圧力場，渦度場をテクスチャー付きの三次元モデルとして
エクスポートする関数がある．テクスチャーは場の可視化に使用されているカラースキーム
から自動的に生成される．
速度場を三次元モデルとしてエクスポートする関数は，exportVelocityMagnitude(String
filename, float min, float max);である．引数の filenameには，エクスポートする
三次元モデルのファイル名を指定する．三次元モデルのデータフォーマットは，OBJ形式
に対応している．引数の minと maxには，0  255の値を指定する．密度場や速度場，圧
力場，渦度場をエクスポートする関数も同様である．密度場をエクスポートする関数は，
exportDensity(String filename, float min, float max);である．また，圧力場をエ
クスポートする関数は，exportPressure(String filename, float min, float max);
である．渦度場をエクスポートする関数は，exportVorticity(String filename, float
min, float max);である．例として，密度場を三次元モデルとしてエクスポートするソー
スコードをソースコード 4.9に示す．ここで，min=50，max=200とした．また，エクスポー
トした密度場や，速度場，圧力場，渦度場のシェーディングモデルとテクスチャー，テクス
チャーモデルを図 4.10に示す．
ソースコード 4.9: 密度場を三次元モデルとしてエクスポートする
1 // 50  200の範囲の密度場を三次元モデルとしてエクスポートする
2 elf.exportDensityVolume(density.obj, 50, 200);
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図 4.10: 場の三次元モデルのエクスポート．(a)密度場，(b)速度場，(c)圧力場，(d)
渦度場のシェーディングモデルと，テクスチャー，テクスチャーモデルを示す．
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4.3.2 流れの数値解析に関するAPI
格子数を指定する関数
x方向の格子数を指定する関数は，setLatticeNumberOfX(int nx);である．同様に，y
方向の格子数を指定する関数は setLatticeNumberOfY(int ny);である．また，z方向の
格子数を指定する関数は setLatticeNumberOfZ(int nz);である．それぞれ，引数の ny
に与えた整数が y方向の格子数に，また，引数の nzに与えた整数が z方向の格子数になる．
引数の nxに与えた整数が x方向の格子数となる．たとえば，x方向の格子数を 30，y方向
の格子数を 20，z方向の格子数を 10に指定する場合は，次のソースコード 4.10を記述する．
格子数が大きいほど，空間中の流れをより細かく可視化することができる．図 4.11に格子
数が 202020の場合と，606060の場合の密度場の比較を示す．
ソースコード 4.10: 格子数を指定する方法 その 1
1 elf.setLatticeNumberOfX(30); // x方向の格子数を 30に指定する
2 elf.setLatticeNumberOfY(20); // y方向の格子数を 20に指定する
3 elf.setLatticeNumberOfZ(10); // z方向の格子数を 10に指定する
x
z
20 個
20 個
20 個20 個
60 個
格子点
x
z
60 個
60 個
格子点
(a) 20×20×20 (b) 60×60×60
図 4.11: 格子数による密度場の比較．格子数が 202020の場合と，606060の
場合の密度場を示す．なお，図の見易さのため，格子点は空間の左半分のみを表示
している．
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粘性を指定する関数
粘性を指定する関数は setViscosity(float viscosity);である．引数の viscosity
に粘性を指定する．たとえば，粘性を 0:025に指定する場合は，次のソースコードを記述
する．
ソースコード 4.11: 粘性を指定する方法
1 // 粘性を 0.075に指定する
2 elf.setViscosity(0.075);
粘性が大きいほど，速度場の伝播は遅くなる．速度場の伝播が遅れるため，粘性が大き
いほど速度場に沿って移流する密度場もゆっくりと空間中を進む．反対に，粘性が小さいほ
ど，速度場は早く伝播し，速度場に沿って移流する密度場も早く空間中を進む．例として，
t  0:16のときの，粘性が 0:15，0:075，0:0の場合の速度場と密度場を図 4.12に示す．なお
この図のなかで，速度場中の赤色の部分は速く，青い部分は遅い．また，密度場中の赤色の
部分の密度は高く，青い部分の密度は低い．
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図 4.12: 粘性の違いによる速度場と密度場の比較．t  0:16のときの，粘性が 0:15，
0:075，0:0の場合の速度場と密度場を示す．速度場は，図中の白丸から z軸の負方
向に進んでいる．また，図中では見易さのため速度場の断面を表示している．同様
の理由で密度場は半面のみを表示している．
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拡散係数を指定する関数
拡散係数を指定する関数はsetDiffusion(float diffusion);である．引数のdiffusion
に拡散係数を指定する．たとえば，拡散係数を 0:025に指定する場合は，次のソースコード
を記述する．
ソースコード 4.12: 拡散係数を指定する方法
1 // 拡散係数を 0.025に指定する
2 elf.setDiffusion(0.025);
拡散係数が大きいほど密度場の拡散は速い．反対に，拡散係数が小さいほど密度場の拡
散は遅い．拡散係数が 0:0の場合は，密度場は拡散しない．図 4.13に，t  0:16のときの，
拡散係数が 0:0，0:025，0:1の場合の密度場を示す．なお，図では密度場は空間中の中心か
ら発生させ，速度場は与えていない．また，図では見易さのため密度場の半分を表示してい
る．図中の赤い部分の密度は濃く，青い部分の密度は薄い．
(a) 拡散係数 0.0 (b) 拡散係数 0.025 (c) 拡散係数 0.1
t=0.16 t=0.16 t=0.16
xzxzxz
図 4.13: 拡散係数の違いによる速度場と密度場の比較．t  0:16のときの，拡散係
数が 0:0，0:025，0:1の場合の密度場を示す．なお，図では密度場は空間中の中心か
ら発生させ，速度場は与えていない．(a)に示すように，拡散係数が 0:0の場合，密
度場は拡散しない．また，拡散係数が大きくなるほど，密度場が速く拡散している
ことが分かる．なお，見易さのため密度場の半分を表示している．
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時間刻みを指定する関数
ELF には，時間刻みを指定する関数として setDT(float dt); を実装している．時間
刻みとは，フレーム毎に進行するシミュレーション上の時間幅のことである．たとえば，
dt  0:0001の場合，シミュレーション上の時間は，t  0:0，t  0:0001，t  0:0002，
t  0:0003というように，時間刻み dtずつ進む．例として，時間刻み dtを 0:0005に指定す
るソースコードを以下に示す．
ソースコード 4.13: 時間刻みを指定する方法
1 // 時間刻みを 0.0005に指定する
2 elf.setDt(0.0005);
この時間刻みの数値が小さいほど (ただし，dt ¡ 0)，ELFでは流れを数値解析の精度が
向上する．図 4.14に，t  1:0のときの密度場を，時間刻み dtを (a)dt  0:001とした場合
と，(b)dt  0:0005とした場合，(c)t  0:0001とした場合とで比較する．図 4.14は，空間
中の中央から x軸の正方向 (図中の右方向)に速度場を発生させ，この速度場に密度場を移
流させている．
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(a) 時間刻み dt=0.001 (b) 時間刻み dt=0.0005 (c) 時間刻み dt=0.0001
図 4.14: 時間刻みの違いによる密度場の比較 (t  1:0のとき)．時間刻みdtを (a)dt 
0:001とした場合と，(b)dt  0:0005とした場合，(c)t  0:0001とした場合の密度場
を示す．
第 4章 三次元流体シミュレーションツールキット ELFのAPI 65
速度場を指定する関数
　格子点の速度場を指定する関数はsetVelocity(i, j, k, v);である．setVelocity(i,
j, k, v);は，格子点 pi; j; kqに速度場vを指定する．たとえば，格子点 pi; j; kq  p3; 3; 3qか
ら空間の中心に向かって速度場を指定する場合は，次のように記述する．図 4.15に，t  0:16
空間中の八つ角から空間の中心に向かって進む速度場とその断面を示す．断面中の赤い部分
の速さは速く，青い部分の速さは遅い．
ソースコード 4.14: 速度場を指定する方法
1 // 格子点 p  p3; 3; 3q
2 PVector p = new PVector(3, 3, 3);
3
4 // 空間の中心の位置ベクトルは centerに格納されているとする．
5 PVector v = new PVector(center.x-p.x, center.y-p.y, center.z-p.z);
6
7 // 格子点 pに速度場を指定する
8 elf.setVelocity(3, 3, 3, v);
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図 4.15: 速度場とその断面 (t  0:018，t  0:027，t  0:054のとき)．速度場は空間
中の八つ角から空間の中心に向かって指定している．また，断面中の赤い部分の速
さは速く，青い部分の速さは遅い．
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密度場を指定する関数
格子点に密度場を指定する関数はsetDensity(int i, int j, int k, float amount);
である．この関数は，引数で指定した格子点 pi; j; kqに密度量 amountを指定する．たとえ
ば，格子点 p11; 12; 13qに密度量 amount=20を指定する場合は，次のように記述する．
ソースコード 4.15: 密度場を指定する方法
1 // 密度量 20:0を用意する
2 float amount = 20.0f;
3
4 // 格子点 (11, 12, 13)に密度量を指定する
5 elf.setDensity(11, 12, 13, amount);
拡散係数が一定の場合でも，密度量が大きいほど密度場は大きく拡散する．図 4.16に，
t  0:065のときの，密度量 5と，10，15を等間隔に指定したときの密度場の拡散を示す．
図中の赤い部分は密度が濃く，青い部分は密度が薄い．
xz
(a) 密度量 5 (b) 密度量 10 (c) 密度量 15
密度場の断面
密度場
図 4.16: 密度場の指定 (t  0:065のとき)．密度量 5と，10，15を等間隔に指定した
ときの密度場の拡散を示す．図中の赤い部分は密度が濃く，青い部分は密度が薄い．
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精度を指定する関数
流体シミュレーションの精度を変更する関数は三つある．一つ目は精度を「低精度」に指
定する setAccurayLOW();である．setAccurayLOW();が実行されると，流体シミュレー
ションの数値解法としてセミ・ラグランジュ法 (第 3.2.3項を参照)が用いられる．二つ目の
関数は，精度を「中精度」に指定する setAccurayMIDDLE();で，この関数を実行すると，
数値解法にCubic・セミラグランジュ法 ((第 3.2.3.2項を参照))が用いられる．三つ目は，精
度を「高精度」に指定する setAccurayHIGH();である．この関数 setAccurayHIGH();を
実行すると，数値解法にBFECC法 (第 3.2.3.3項を参照)が用いられる．例として，流体シ
ミュレーションの精度を「高精度」に指定する場合のソースコードを以下に示す．
ソースコード 4.16: 流体シミュレーションの精度を「高精度」に指定する方法
1 // 流体シミュレーションの精度を「高精度」に指定する
2 elf.setAccuracyHIGH();
デフォルト状態では，低精度な流体シミュレーションが指定されている．低精度な流体
シミュレーションの方が高精度な流体シミュレーションよりも高速に動作するため，シミュ
レーションを繰り返し試すのに適切だからである．また，ELFでは最後に指定された精度
が適用される．そのため流体シミュレーションの実行中に精度を変更することができる．
このような，流体シミュレーションの精度は流体のつくる模様に影響する．代表的な流
体のつくる模様にカルマン渦がある．カルマン渦とは障害物の後方に発生する二対の渦で
ある．この渦は時計回り，もしくは反時計の速度場を伴って下流に進む．この下流の速度場
は平坦である．カルマン渦の速度場は，下流の平坦な速度場と平均化されて徐々に平坦に
なり，やがて消失する．この平均化の割合が大きいことを「数値拡散が大きい」という．反
対に，平均化の割合が小さいことを「数値拡散が小さい」という．低精度な流体シミュレー
ションでは，数値拡散が大きいため，下流に進むほどカルマン渦はぼやけて，やがて消失す
る．一方，高精度な流体シミュレーションでは，数値拡散が小さいため，遠方に進んでもカ
ルマン渦がぼやけず鮮明である．図 4.17に，t  0:16のときの低精度/中精度/高精度のカ
ルマン渦の渦度を示す．MSAFluidや diewald uid，ofxFluid，ofxFlowToolsなど既存の流
体シミュレーションのライブラリは，「低精度」な流体シミュレーションのみを実装してい
るが，ELFは「低精度」に加えて，「中精度」，「高精度」の精度を選択することができる．
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(c) 高精度 (t=0.16)
(b) 中精度 (t=0.16)
(a) 低精度 (t=0.16)
x
y
x
y
x
y
障害物
障害物
障害物
図 4.17: カルマン渦の渦度．t  0:16のときの (a)低精度の場合，(b)中精度の場合，
(c)高精度の場合のカルマン渦の渦度を示す．
第 4章 三次元流体シミュレーションツールキット ELFのAPI 69
境界条件を指定する関数
ELFでは，流体シミュレーションの境界条件を指定することができる．境界条件とは流
体の占める空間の端面に与える条件である．端面はX平面，Y平面，Z平面の三つである．
この三つの平面に対してそれぞれ，壁条件/流出条件/周期条件の境界条件がある．これらの
境界条件について説明する．
壁条件とは，流体が端面に当たって跳ね返る境界条件である．また，流出条件とは，流体
が端面の外に流れ出る境界条件である．周期条件とは，端面から流れ出た流体を，反対の端
面から流れ入れる境界条件である．図 4.18に，壁条件，流出条件，周期条件の場合の密度
場を示す．
ELFには，X平面，Y平面，Z平面のそれぞれの端面に，壁条件/流出条件/周期条件を
指定する関数がある．たとえば，setXPlaneClose();はX平面を壁条件に指定する関数で
ある．setXPlaneOpen();を指定すると，流体は X平面で跳ね返る．流体は X平面の外に
流出しない．X平面を流出条件に指定する関数は setXPlaneOpen();である．X平面を周
期条件に指定する関数は setXPlaneLoop();である．Y平面と Z平面も同様である．以下
に，X平面，Y平面，Z平面のそれぞれについて，壁条件/流出条件/周期条件を指定する関
数を表 4.2に示す．
表 4.2: 境界条件を指定する関数の一覧表
関数 説明
setXPlaneClose(); 　X平面を壁条件に指定する
setXPlaneOpen(); 　X平面を流出条件に指定する
setXPlaneLoop(); 　X平面を周期条件に指定する
setYPlaneClose(); 　Y平面を壁条件に指定する
setYPlaneOpen(); 　Y平面を流出条件に指定する
setYPlaneLoop(); 　Y平面を周期条件に指定する
setZPlaneClose(); 　 Z平面を壁条件に指定する
setZPlaneOpen(); 　 Z平面を流出条件に指定する
setZPlaneLoop(); 　 Z平面を周期条件に指定する
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① ②③
x平面
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x平面
①
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(a) 壁条件
(b) 流出条件
(c) 周期条件
図 4.18: ELFの境界条件 (a)壁条件では，まず右方向に密度場が流れ，x平面に当
たって放射状に広がる．(b) 流出条件では，右方向に密度場が流れ，x平面を通過す
る．(c) 周期条件では，右方向に密度場が流れ，x平面を通過した密度場が左側の x
平面から現れる．
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4.3.3 流れ中の障害物に関するAPI
障害物を設置する関数
障害物を指定する関数は二種類ある．ひとつめは，手動で障害物を指定するsetObstacle(int
i, int j, int k)である．ふたつめは，3Dモデルを変換して障害物を指定するsetObstacl-
eFrom3DModel(String filePath, int size);である．以下に，それぞれを説明する．
setObstacle(int i, int j, int k);は，格子点 pi; j; kqに障害物を設置する関数であ
る．例として，格子点 p11; 12; 13qに障害物を設置するソースコードを以下に示す．
ソースコード 4.17: 障害物を設置する方法
1 // 格子点 (11, 12, 13)に障害物を設置する
2 elf.setObstacle(11, 12, 13);
setObstacleFrom3DModel(String filePath, int size);は，3Dモデルを変換して
障害物を指定する．引数の filePathに変換する三次元モデルのファイルパスを指定する．
ELFでは.stl形式と.obj形式の二つのデータフォーマットに対応している．また，引数の
sizeは三次元モデルの大きさを指定する．
　例として，スタンフォードバニーの三次元モデルを読み込み，障害物に変換するソース
コードを以下に示す．障害物の大きさ sizeは，30とする．また，図 4.19に，この三次元
モデル周りの密度場，速度場，圧力場，渦度場を示す．
ソースコード 4.18: 3Dモデルを変換して障害物を指定する方法
1 // スタンフォードバニーを障害物に変換する．障害物の大きさは 30とする．
2 elf.setObstacleFrom3DModel("bunny.stl", 30);
障害物を描画する関数
drawObstacle();は，障害物を描画する関数である．この関数は，現在設置されている
障害物を描画する．ソースコード 4.19に，drawObstacle();の使用例を示す．
ソースコード 4.19: 障害物を描画する方法
1 // 障害物を描画する
2 elf.drawObstacle();
障害物を移動する関数
moveObstacle(int i, int j, int k);は，現在設置されている障害物を i方向に i，j
方向に j，k方向に kだけ移動する関数である．例として，格子点 p11; 12; 13qに設置された
障害物を，i方向に 1だけ移動するソースコードを以下に示す．
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図 4.19: スタンフォードバニー周りの場の可視化．t  0:08のときのの (a)密度場，
(b)速度場，(c)圧力場，(d)渦度場を示す．
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ソースコード 4.20: 障害物を移動する方法
1 // 格子点 (11, 12, 13)に障害物を設置する
2 elf.setObstacle(11, 12, 13);
3
4 // i方向に 1だけ移動する
5 elf.moveObstacle(1, 0, 0);
障害物を除去する関数
removeObstacle(int i, int j, int k);は，格子点 pi; j; kqに設置した障害物を除去
する関数である．格子点 pi; j; kqに障害物が無い場合は，何も実行しない．例として，格子
点 p11; 12; 13qに設置した障害物を除去するソースコードを以下に示す．
ソースコード 4.21: 障害物を除去する方法
1 // 格子点 (11, 12, 13)に設置した障害物を除去する
2 elf.removeObstacle(11, 12, 13);
障害物を複製する関数
copyObstacle(int i, int j, int k);は，現在設置されている障害物を格子点 pi; j; kq
だけ移動した位置に複製する関数である．例として，格子点 p11; 12; 13qに設置された障害
物を，i方向に 1だけ移動した位置に複製するソースコードを以下に示す．
ソースコード 4.22: 障害物を複製する方法
1 // 格子点 (11, 12, 13)に障害物を設置する
2 elf.setObstacle(11, 12, 13);
3
4 // i方向に一つだけ移動した位置に障害物を 複製する
5 elf.copyObstacle(1, 0, 0);
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4.4 ELFのサンプルプログラム
ELFには，上述した「流れの数値解析に関するAPI」や「流れの可視化に関するAPI」，
「流れ中の障害物に関するAPI」の使い方を例示するため，サンプルプログラムが同梱され
ている．このサンプルプログラムについて，本項では説明する．
4.4.1 流れの可視化に関するAPIのサンプルプログラム
ELFの「流れの可視化に関するAPI」をプログラミングすることで，アーティストは密度
場や速度場，圧力場，渦度場，流体粒子，流跡線など流れを様々なかたちで可視化することが
可能である．また，これらの場の可視化にさいして，カラースキームを指定したり，場を三
次元モデルとしてエクスポートすることもできる．こうした「流れの可視化に関するAPI」
に含まれる関数の使い方を説明するサンプルプログラムが ELFに同梱されている．具体的
には，密度場や速度場，圧力場，渦度場，流体粒子，流跡線など可視化のモードを切り替え
るサンプルプログラムと，カラースキームをランダムに指定するサンプルプログラム，場の
三次元モデルをエクスポートする関数を説明するサンプルプログラムの三つである．
可視化のモードを切り替えるサンプルプログラム
可視化のモードを切り替えるサンプルプログラムは，密度場や速度場，圧力場，渦度場，
流体粒子，流跡線の可視/不可視状態をキーボードで切り替えるものである．このサンプル
プログラムでは，キーボードの 1キーを押すと密度場の可視/不可視を切り替えることがで
きる．同様に，キーボードの 2キーで速度場の可視/不可視を，キーボードの 3キーで圧力場
の可視/不可視を，キーボードの 4キーで渦度場の可視/不可視を切り替えることができる．
また，5キーを押すと流体粒子の可視/不可視を，6キーを押す流跡線の可視/不可視を切り
替えることができる．図 4.20に実行画面を示す．図 4.21に，このサンプルプログラムによ
る密度場や速度場，圧力場，渦度場，流体粒子，流跡線の可視化を示す．
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@ ELF sample
press 1 to toggle density
press 2 to toggle velocity
press 3 to toggle pressure
press 4 to toggle vorticity
図 4.20: 可視化のモードを切り替えるサンプルプログラム．このサンプルプログラ
ムでは，キーボードの 1キーを押すと密度場の可視/不可視を切り替えることができ
る．同様に，キーボードの 2キーで速度場の可視/不可視を，キーボードの 3キーで
圧力場の可視/不可視を，キーボードの 4キーで渦度場の可視/不可視を切り替える
ことができる．また，5キーを押すと流体粒子の可視/不可視を，6キーを押す流跡
線の可視/不可視を切り替えることができる．
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図 4.21: 流れの可視化に関するAPIのサンプルプログラムの実行結果 (t  0:15の
とき)．キーボードの 1キーを押すと (a)密度場の可視/不可視を切り替えることが
できる．同様に，キーボードの 2キーで (b)速度場，キーボードの 3キーで (c)圧力
場，キーボードの 4キーで (d)渦度場の可視/不可視を切り替えることができる．ま
た，5キーを押すと (e)流体粒子の，6キーを押す (f)流跡線の可視/不可視を切り替
えることができる．(g)は，(a)(f)のすべてを可視化したものである．
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カラースキームをランダムに指定するサンプルプログラム
カラースキームをランダムに指定するサンプルプログラムには，上下二つの画面ある．上
画面にはデフォルトの虹色のカラースキームを適用した場が常に表示されている．下画面
の場のカラースキームは，ボタンを押すとランダムに指定される．また，前述の「可視化の
モードを切り替えるのサンプルプログラム」と同様にして，密度場や速度場，圧力場，渦度
場，流体粒子，流跡線の可視/不可視をキーボードで切り替えることができる．図 4.22にカ
ラースキームをランダムに指定するサンプルプログラム示す．
@ ELF sample
above: DEFAULT
below: ORIGINAL
－－－－－－－
c : reset
1 : density
2 : velocity
3 : pressure
4 : vorticity 
density(DEFAULT)
density(ORIGINAL)
図 4.22: カラースキームをランダムに指定するサンプルプログラム．図中の白い点
線で囲ったボタンを押すと，下画面の場のカラースキームがランダムに指定される．
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カラースキーム例 1 カラースキーム例 2
カラースキーム例 3 カラースキーム例 4
図 4.23: カラースキームをランダムに指定するサンプルプログラムによる実行例．
上から密度場，速度場，圧力場，渦度場を示す．
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場の三次元モデルをエクスポートするサンプルプログラム
場の三次元モデルをエクスポートするサンプルプログラムは，キーボードの eキーを押す
と現在表示中の場を三次元モデルとしてエクスポートする．表示する場はキーボードを使っ
て変更することができる．たとえば，1キーを押すと密度場が表示され，2キーを押すと速
度場が表示される．また，3キーを押すと圧力場が表示され，4キーを押すと渦度場が表示
される．場の三次元モデルをエクスポートするサンプルプログラムを図 4.24に示す．なお，
このサンプルプログラムからエクスポートされた三次元モデルについては，図 4.10に既に
示したので参照して欲しい．
@ ELF sample
press 1 to toggle density
press 2 to toggle velocity
press 3 to toggle pressure
press 4 to toggle vorticity
－－－－－－－－－－－
press e to export !
図 4.24: 場の三次元モデルをエクスポートするサンプルプログラム
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4.4.2 流れの数値解析に関するAPIのサンプルプログラム
流れの数値解析に関する APIのサンプルプログラムは，カルマン渦を題材にしている．
このサンプルプログラムは，流体シミュレーションの精度をキーボードによって変更するこ
とができる．aキーを押すと精度は低精度に設定される．bキーを押すと中精度に設定され
る．また cキーを押すと高精度に設定される．また，前述した「流れの可視化に関するAPI
のサンプルプログラム」と同様に，キーボードを使って密度場，速度場，圧力場，渦度場の
可視/不可視を切り替えることができる．サンプルプログラムの実行結果について図 4.25に
示す．また，このサンプルプログラムを用いた速度場，密度場，圧力場，渦度場の可視化を
図 4.26に示す．
図 4.25: 数値解析に関するAPIのサンプルプログラムの実行結果．キーボードの a
キーを押すと低精度に，bキーを押すと中精度に，また，cキーを押すと高精度に設
定される．
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図 4.26: 流れの数値解析に関するAPIのサンプルプログラムを用いた場の可視化．
t  0:147のときの，密度場，速度場，圧力場，渦度場の可視化を示す．また，キー
ボードの aキーを押すと低精度に，bキーを押すと中精度に，また，cキーを押すと
高精度に設定される．
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4.4.3 流れ中の障害物に関するAPIのサンプルプログラム
流れ中の障害物に関する APIのサンプルプログラムは，手動でひとつひとつ障害物を設
置する方法と，三次元モデルを障害物として設置する方法とを例示している．図 4.27に「流
れ中の障害物に関するAPIのサンプルプログラム」を示す．
@ ELF sample
press 1 to toggle density
press 2 to toggle velocity
press 3 to toggle pressure
press 4 to toggle vorticity
－－－－－－－－－－－
press x/y/z to move obstacle
図 4.27: 流れ中の障害物に関するAPIのサンプルプログラム
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4.5 ELFのパフォーマンス
本研究では，メモリとCPUの異なる三つのコンピュータを用い，格子数と精度を変えて
ELFの FPS(Frames Per Second)を計測した．計測には，第 4.2項に述べた「ELF を用い
たシンプルな三次元流体シミュレーションソフトウェア」を用いており，このソフトウェア
を起動してから 1分間の FPSの平均値を計測している．図 4.28に FPSの計測結果を示す．
FPSの計測に使用したコンピュータは次の通りである．まず一つ目のコンピュータは，
16GBのメモリを搭載したMac Proである．このコンピュータのCPUは Intel Xeon E5で，
クロック数は 3.9GHzである．二つ目のコンピュータは，Mac Book Proである．このコン
ピュータはメモリが 8GBで，CPUは Intel Core i7を搭載している．また，クロック数は
3.1GHzである．三つ目のコンピュータは，ThinkPad X240である．このコンピュータは
4GBのメモリを搭載している．CPUは Intel Core i5で，クロック数は 1.9GHzである．
10000
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メモリ : 16GB
CPU : Intel Xeon E5 3.9GHz
Mac Book Pro 
メモリ : 8GB
CPU : Intel Core i7 3.1GHz
ThinkPad X240
メモリ : 4GB
CPU : Intel Core i5 1.9GHz
図 4.28: FPSの計測結果
以下では，この計測結果をもとに ELFのパフォーマンスについて検討したい．
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精度によるFPSの違いは小さい
図 4.28より，精度によるFPSの違いは数フレーム程度であることが分かる．Mac Pro(図
中の黄色線)を例に述べる．格子数が 8000のとき，低精度の場合は FPSは 59.437である．
見易さを考慮して具体的な数字を図中に記載していないが，中精度の場合，FPSは 57.015
であり，高精度の場合は 56.620であった．このように，精度を上げることで発生する FPS
の遅延は約 3フレームほどととても小さいことが分かる．
FPSに大きく影響を与えるのは，メモリとCPUのどちらか
まず，図 4.28のMac Pro(図中の黄色線)とMac Book Pro(図中の赤色線)のグラフに注
目する．これら二つのコンピュータのCPU性能は同程度であるが，メモリは異なる．しか
し，両者の FPSには大きな差が見られない．したがって，メモリの違いが FPSに与える影
響は少ないということが分かる．
次に，ThinkPad X240(図中の青色線)のグラフに注目する．このコンピュータ上でのELF
の FPSは，Mac ProやMac Book Proに比べて低い．上述よりメモリの違いが FPSに与え
る影響は少ないため，FPSの低さは，別のところに原因があると考えられる．そこでCPU
のクロック数に注目すると，Mac ProやMac Book Proの搭載しているCPUのクロック数
に比べて，ThinkPad X240が搭載しているCPUのクロック数が低いことが分かる．結論と
して，CPU性能の低さが低 FPSの原因の一つだと考えられる．
CPU性能の低さが低FPSの原因の一つである，というこの結論は合点がいくものである．
なぜなら，ELFの流体シミュレーションにおいてGPUは使用されておらず，すべて CPU
上で実行されているためである．
FPSの改善に向けて
図 4.28より，CPUのクロック数が 3.1GHz以上のコンピュータを用いて，格子数が約
20000個以下の場合，30以上の FPSを期待することができる．一般的なテレビの FPSは
29.97だから，この場合，ELFの流体シミュレーションはリアルタイム性があると考えら
れる．
しかし，パフォーマンスについては，GPGPU(General-Purpose computing on Graphics
Processing Units)に対応した既存の流体シミュレーションよりも ELFは劣る部分がある．
GPGPUとは，本来グラフィックスに関する処理を担当するべく設計されたGPUを，数値
解析に利用する手法のことである．たとえば，diewald uidや ofxFluid，ofxFlowToolsと
いった既存の流体シミュレーションライブラリは二次元流体シミュレーションにしか対応し
ていないものの，数値解析にGPUを利用している．
そこで，GPU対応によるELFの高速化を，本研究の今後の課題のひとつとしたい．ただ
し，単純にGPUに対応しただけで ELFが高速化されるわけではない．これは，ELFを動
作させるハードウェアの排熱問題が関係してくるためである．GPU対応に関する，こうし
た排熱問題については第 6.1のなかで取り上げて議論する．
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第5章 ワークショップを通じたELF
の評価
「創造性」の評価は難しい
本研究ではクリエイティブプログラミングのための三次元流体シミュレーションのツー
ルキット ELF(Educational Library for Fluid)[6]を構築している．
しかし，この本研究を「創造性」という指標から定量的に評価することは困難である．
これは「創造性」という言葉の定義が曖昧なためである．実際，この定義は研究者によっ
て異なっている．たとえば坂根厳夫は，創造性とは「未知のものを発見する喜び」であると
述べているし [68]，川喜田二郎は，創造性とは「問題解決能力」であるとしている [69]．ま
た，創造性を定義づける特徴は何もないという見解もある [70]．
このように「創造性」自体の定義が曖昧なため，これを指標として本研究を定量的に評価
することは難しい．
こうした事情は本研究だけではなく，実際に多くのクリエイティブプログラミングに関連
する研究がこの「創造性」という指標を避けて研究を評価している．
たとえば，「創造性」の代わりに，「モチベーション」を指標とした研究が報告されている
[71][72][73]．しかし，この「モチベーション」という言葉の定義も曖昧で客観的ではなく，
結局のところ，「創造性」という指標を避けたうえで定量的
、
　の
、
　よ
、
　う
、
　な評価を論文に掲載する
ための苦肉の策に過ぎない．
作例とその制作プロセスを分析する試み
残念ながら，Saul Greenbergら [74]やWakita Akiraら [75]が述べているようにクリエイ
ティブプログラミングのためのツールの定量的な評価手法はまだ確立されていないというの
が現状である．
そのため彼らの研究では，ワークショップ参加者による作例と制作プロセスを分析するこ
とで，それをツールの評価の
、
　代
、
　えとしている1．
1Saul Greenbergらは「We had no formal evaluation metric except to see what students designed
and whether they found it dicult to program with phidgets.」と述べている [74]．
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定量的な評価手法の確立を目指し，まず第一歩目として評価項目を検討する
このような現状を踏まえると，クリエイティブプログラミングのためのツールの定量的な
評価手法の提案は非常に需要が高いと考えられる．定量的な評価手法が提案されることで，
ツールを比較したり，ツール自体の特長を数値的に表したりすることも可能になり，クリエ
イティブプログラミングのためのツールの研究は大きく進展すると考えられる．
そこで本研究では，こうしたクリエイティブプログラミングに関する研究の定量的な評
価手法の確立を目指し，まず第一歩目としてクリエイティブプログラミングのためのツール
キットの評価項目を検討したい．
5.1 第一回ワークショップ
本研究では，ELFを用いたワークショップを実施し，独自の流体シミュレーションソフ
トウェアのプログラミング (つまり，クリエイティブプログラミング)に成功した参加者に
共通したプロセスを抽出するかたちで，ツールキットの評価項目を検討した．
以下では，まずこの第一回ワークショップのデザインについて説明したい．
5.1.1 第一回ワークショップのデザイン
Mitchellらのワークショップ
第一回ワークショップは，Mitchellらのワークショップ [76]を参考にデザインしたもので
ある．
Mitchellらはクリエイティブプログラミングを得意とする 9名の参加者を対象にした 1時
間のワークショップを開催し，参加者の制作プロセスを観察している．作品のテーマは「生
物のようにアニメーションする図形」で，このテーマはMitchellらによって指定されたもの
である．図 5.1に学生による作例を示す．
また，Mitchellらは制作プロセス観察時における注意喚起として，思考内容を発話させな
がら作業させる方法 (思考発話法)を控えるように薦めている．これは思考発話させながら
の作業がソフトウェア開発や作品創作の妨げになるためである．
以下では，Mitchellらによるワークショップについて触れながら，第一回ワークショップ
デザインについて述べる．
試験的に 10時間の作業時間を設ける
まず，Mitchellらの作品ワークショップにおける作業時間に注目したい．
前述したように，Mitchellらのワークショップ参加者には，ソフトウェア開発や作品創作
に当てる作業時間として 1時間が与えられている．
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図 5.1: Mitchellらの作品創作ワークショップの学生による作例 [76]
ソフトウェア開発や作品創作に要する作業時間は，経験や技術力に左右されるため個々人
で異なるが，Mitchellらのワークショップにおけるこの 1時間という作業時間は質の高いソ
フトウェアを開発したり作品を創作したりするのに十分ではない．これは，ソフトウェアや
作品の質が作業時間と比例するためである [10]．実際，Mitchellらのワークショップ参加者
も，作業時間不足が最終的なソフトウェアや作品の質を下げたと述べている [76]．
しかし，現実的には，開催するワークショップと参加者のスケジュールを調整しないわけ
にはいかないため，参加者全員が満足するような多くの作業時間を確保することは難しい．
第一回ワークショップでは，ワークショップと参加者のスケジュールとを調整した結果，
試験的に 10時間の作業時間を設けることとなった．
プレゼンテーションの機会を設ける
つぎに，Mitchellらのワークショップ参加者の創作する作品テーマに注目すると，これ
は「生物のようにアニメーションする図形」というかたちでワークショップ主催者 (Mitchell
ら)によって予め指定されている．
しかし，アーティストによる創作活動において作品のテーマははじめから決まっている
わけではなく，創作しながら徐々に固まっていくものであるため [77][78][79]，予めワーク
ショップの主催者が決定するべきではない．
第一回ワークショップでは，参加者の作品テーマの変遷を観察するとともに，最終的な作
品テーマを調べるため，ワークショップ最終日にプレゼンテーションの機会を設けた．
思考発話法を控える
前述したように，Mitchellらは制作プロセス観察時における注意喚起として，思考内容を
発話させながら作業させる方法 (思考発話法)を控えるように薦めている．これは，発話さ
せながらの作業が参加者によるソフトウェア開発や作品創作を妨げるためである．
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このMitchellらの注意喚起を考慮して，第一回ワークショップでは思考発話法を控え，そ
の代わりに，彼らが手を休めている時間に質問したり，彼らからの質問を折り返す形で質問
したりすることで，制作プロセスを観察した．
流体シミュレーションの基本的な理論のレクチャーを行う
最後に，Mitchellらのワークショップの参加者に注目したい．前述したように，この参加
者はクリエイティブプログラミングを得意とする計 9名である．
第一回ワークショップおいても同様に，クリエイティブプログラミングに親しみのある参
加者を募ることができた．第一回ワークショップ参加者は，コンピュータ・アートと建築デ
ザインの学際的な研究に従事する大学生 10名で，彼らは日ごろからRhinocerosのアドオン
であるGrasshopperを用いて，ランドスケープや建築物，インテリアなど，様々な形状をプ
ログラミングしている．
しかし，彼ら参加者が ELFを用いて流体シミュレーションソフトウェアや作品を制作す
るためには，「空間を格子に区切って，格子点上の物理量の時間変化を考える」という流体
シミュレーションに通底するマインドセットを学ぶ必要がある．このマインドセットはアー
ティストに普及していない．実際，クリエイティブプログラミングのバイブル的な著書であ
る『GENERATIVE DESIGN』[80]や『ジェネラティブ・アート―Processingによる実践
ガイド』[43]，さらには，『アートのための数学』[81]にもこのマインドセットに関する記述
は見られない．
そこで，第一回ワークショップでは，流体シミュレーションの基本的な理論をレクチャー
した．なお，第一回ワークショップのスケジュールについては後述する．
5.1.2 第一回ワークショップの概要
本項では，第一回ワークショップの概要について整理したい．
第一回ワークショップの目的と手法
前述したように，本研究ではクリエイティブプログラミングに関する研究の定量的な評
価手法の確立を目指し，まず第一歩目としてクリエイティブプログラミングのためのツール
キットの評価項目を検討する．
ワークショップ参加者による作例と制作プロセスの観察を通じて，このクリエイティブプ
ログラミングのためのツールキットの評価項目を検討することが第一回ワークショップの目
的である．また，この制作プロセスの観察時には思考発話法を控えて，参加者が作業の手を
休めている時間に質問したり，参加者からの質問を折り返す形で質問したりして，参加者の
制作プロセスを記録する．さらに，第一回ワークショップの最終日に，参加者によるソフト
ウェアのプレゼンテーションの機会を設け，この質疑応答も記録した．
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第一回ワークショップの参加者
第一回ワークショップには，コンピュータ・アートと建築デザインの学際的な研究に従
事する大学生 10名（Ehsan，Claire，Kenji，Meghan，Elena，Chris，Rosales，Tatiana，
Hao，Mei)が参加した．彼らは日ごろからRhinocerosのアドオンであるGrasshopperを用
いて，ランドスケープや建築物，インテリアなど，様々な形状をプログラミングしている．
ただし，参加者のうち１名は，病欠のため第一回ワークショップの後半には不参加であった
ことを注記する．
第一回ワークショップのスケジュール
第一回ワークショップは，全五回五日間のスケジュールを組んで 2015年 5月に実施した．
第一回ワークショップの第一回から第三回にかけては，流体シミュレーションの基本的な理
論をレクチャーした．第四回前半に ELFのサンプルプログラムを紹介し，参加者による流
体シミュレーションのソフトウェアの開発と作品創作は，第四回後半から第五回前半にかけ
ての約 10時間を割いて実施した．また，最終日の第五回には，参加者によるプレゼンテー
ションの機会を設けた．表 5.1に，第一回ワークショップのスケジュールを示す．
第 5章 ワークショップを通じた ELFの評価 90
表 5.1: 第一回ワークショップのスケジュール
第一回 (2015年 5月 22日 10:00-18:00) 速度場
速度場の解説
ë ナビエ・ストークス方程式の解説
ë オイラー陽解法によるパーティクルシミュレーションの開発実習
第二回 (2015年 5月 27日 10:00-18:00) 差分法
波動方程式の解説，差分法の解説
ë 弦の振動をシミュレートするソフトウェアの開発実習
パーリンノイズとシンプレックスノイズの解説
ë ノイズによるスカラー場をMC法で三次元ポリゴン化するソフトウェアの開発実習
第三回 (2015年 5月 29日 10:00-15:00) 二次元非圧縮性流れ
二次元非圧縮性流体における格子モデルの解説
ë Stable Fluidsを用いた，速度場と密度場の可視化
ë 速度場の解説，密度場と拡散現象の解説
ë 二次元流体シミュレーションソフトウェアの開発
第四回 (2015年 6月 8日　 10:00-18:00) 三次元非圧縮性流れ
三次元非圧縮性流体における格子モデルの解説
ë ELFを用いた，速度場と密度場の可視化
ë 三次元モデルをインポートする機能の追加
ë 流体粒子，流跡線によって流れを可視化する機能の追加
ë 三次元 CADソフトウェアへのエクスポート機能の追加 [sample03]
参加者による流体シミュレーションソフトウェアの開発 (5h)
第五回 (2015年 6月 12日　 10:00-18:00) プレゼンテーション
参加者による流体シミュレーションソフトウェアの開発 (5h)
参加者によるプレゼンテーション
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5.1.3 第一回ワークショップの記録
ここでは，第一回ワークショップに参加した 10名のなかから，特徴的な 5名 (Meghan，
Tatiana，Hao，Claire，Chris)を取り上げて，彼らの会話記録と制作プロセスの観察記録を
示す．
Meghanの観察記録 シーン: MG1
　Meghanは JR東日本の日暮里駅の
ホームの三次元モデル (図 5.2)を入手
し，駅舎周りの風の流れをシミュレー
トするソフトウェアを開発し始めた．
 シーン: MG2
　日暮里駅周りの流れをシミュレート
している最中に，Meghanは筆者に質問
した．以下は，その会話の一部である．
Meghan: (日暮里駅の円柱状の柱を指して)シ
ミュレーション上でかたちを正確に
再現するにはどうすればよいのか？
筆者: ELFは格子法を採用しているため柱
の曲面はボクセル化される．なるべ
く格子を細かくして欲しい．
Meghan: 格子の数を増やせばいいのか？
筆者: そのとおりである．
Meghan は格子数を 303030 から
505050に増やして再びシミュレー
ションをはじめた．しかし，シミュレー
ションの処理速度が著しく下がったた
め，さらに筆者に質問した．
Meghan: 処理速度を改善する方法はないか？
筆者: 障害物を表示をしなければ改善さ
れる．
Meghan: (障害物の表示/非表示を切り替え
るブール型の引数を指して)ここを
falseにすればよいか？
筆者: そのとおりである．キーボードで切
り替えるようにコードを書ければさ
らによい．
Meghan: それはこの keyPressed関数のなかに
書くべきなのか？
筆者: それでよい．
Meghan: わかった．やってみる．
このあと彼女は，keyPressed関数のな
かに障害物の表示/非表示を切り替える
処理を記述した．
図 5.2:
日暮里駅ホームの三次元モデル
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図 5.3:
羽のついた通気口
 シーン: MG3
　Meghanは速度場や密度場の吹き出
し口の位置を入力しながら，筆者に質問
した．以下は，その会話の一部である．
Meghan: 日照条件や風向きなどの気象条件を
どのように設定すればよいのか？
筆者: ELFにはそのような機能はない．ど
うしてそれがしたいのか？
Meghan: 以前から Autodesk Vasariをつかっ
てビル街を通り抜ける風の流れをシ
ミュレーションしていた．Autodesk
Vasariは実際の日照条件や風向きな
どから流れをシミュレートすること
ができるが，先日 (第一回ワークショ
ップ中の 2015年 5月 31日のこと)，
Autodesk Vasariのサービスが終了
してしまって，今は使えない．そこ
でELFをつかって同様のソフトウェ
アをつくりたい．
 シーン: MG4
　Meghanは，東京地下鉄（東京メト
ロ）西日暮里駅のホームの三次元モデ
ルをインターネット上から入手した．
地下鉄内の空気は，通気口を抜けて地
上に排出される．彼女は，羽のついた
通気口を Rhinocerosでモデリングし，
羽の間をレーン (lane)と呼んだ．そし
て，レーンを通り抜けるように流体の
吹き出し口を設定して，流れをシミュ
レーションした (図 5.3)．
 シーン: MG5
　Meghanは，密度場をRhinocerosに
インポートしてレンダリングを試すう
ちに密度場の影に興味を持ったようで
ある．彼女は，様々な密度場を試し (図
5.4)，プレゼンテーションでは影の重な
りを表現した作品『Fluid Shadow』(図
5.5)を発表した．以下は筆者との質疑
応答の一部である．
筆者: この影の重なりについてもう
一度教えて欲しい．
Meghan: レーンのかたちは幾何学的な
ので，それが落とす影も幾何
学的である．しかしレーンを
通り抜ける流体塊の影はそれ
を
ぼか
暈す．そういう風にして，
くっきりした境界線のない空
間をデザインしたかった．
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図 5.4: Meghanの開発したソフトウェア
図 5.5: Meghanの作品『Fluid Shadow』
第 5章 ワークショップを通じた ELFの評価 94
Tatianaの観察記録 シーン: TT1
第一回ワークショップ一日目と二日目
のなかで筆者は，流体シミュレーショ
ンの基礎的な理論をレクチャーするさ
いに数式を板書した．以下は，休憩時
間の Tatianaとの会話の一部である．
Tatiana: 偏微分とはどういう意味なのか？
筆者: (偏微分について解説しながら)偏微
分は習わなかったのか？
Tatiana: 数学は得意ではない．微分は習った
が，(r記号を指して)，こういう記
号は使ったことがない．
そのあと彼女は，隣に座っていたElena
に相談したり，関連する数式をインター
ネット上で検索し調べていた．しかし，
二人とも一日目と二日目のそれぞれの
後半には姿を見せなかった．
 シーン: TT2
　 Tatianaは階段をテーマに選び，こ
れをRhinocerosでモデリングした．そ
して，階段を下るように流れの吹き出
し口を追加した (図 5.6)．Tatianaは，
流体粒子や流跡線を観察しつづけるう
ちに，渦に興味を持ったようである．
図 5.6:
階段上で発生する渦
 シーン: TT3
　 Tatianaは階段の下側の密度場が境
界に沿って作られることに気付き，こ
れを上下逆さまに使うことで
キャノピー
天 蓋を
作り始めた．このあと，彼女は密度場
の小片が多く残るように様々な速度場
を試した． シーン: TT4
　TatianaはRhinocerosに密度場をイ
ンポートして，青色にレンダリングし
た．つぎにその密度場を複製して，今
度は赤色に赤色にレンダリングした (図
5.7)．以下は，レンダリング中の Ta-
tianaからの会話の一部である．
Tatiana: (図 5.7 中の赤色の密度場を指し
て)Rhinocerosで (密度場の)かたち
を変えてよいか？
筆者: よい．なぜ密度場を並べたのか？
Tatiana: 並べたのではなくて，合体のつもり
である．
筆者: なぜ青色と赤色にしたのか？
Tatiana: 異なる色の小片 (彼女はBlobと呼ん
だ)のほうが密集感が出る．青色と
赤色の意味は特にない．
　彼女は，赤色の密度場のスケールを
変更した (図 5.8)． シーン: TT5
　 Tatianaの開発したソフトウェアを
図 5.9に示す．彼女は赤色と橙色の密
度場を重ねた
キャノピー
天 蓋(Blob Canopy)を
発表した (図 5.10)．以下は，発表後の
質疑応答の一部である．
筆者: 小片が宙に浮いているが，これはど
うやって実現するのか？
Tatiana: (それは)私には分からないが，丸み
を帯びた小片も光源の位置によって
楕円になる．それが興味深かった．
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筆者: レンダリングで工夫した点はある
のか？
Tatiana: Rchinocerosで地面に鏡面反射を設
定している．鏡面反射を設定するこ
とで，小片の密集感を演出できたと
思う．
図 5.7:
青色と赤色の密度場
図 5.8:
スケールを変更した赤色の密度場
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図 5.9:
Tatianaの開発したソフトウェア
図 5.10:
Tatianaの作品『Blob Canopy』
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Haoの観察記録 シーン: H1
　HaoはMayaを使って三つの楕円球
の重なった立体をモデリングし，その立
体の外周を旋回する流れをシミュレー
トしていた． シーン: H2
　Haoはアニメ『ドラえもん』を観て
いた．以下は筆者が彼の傍を通ったと
きの会話の一部である．
筆者: なぜ「ドラえもん」を観ているのか？
Hao: 作業が進まないので，気分転換で観
てる．もしかしたら，何かヒントが
あるかもしれない．
筆者: (ドラえもんが中国語吹き替えだった
ので)
クーシンサイ
空 芯菜を知っているか？
Hao: 知っている．
この後すぐの休憩時間で筆者は，Hao
の隣に居た Mei も交えて中華料理
(
クーシンサイ
空芯菜の作り方など) について談笑
した． シーン: H3
　Haoは中空の四角形を交差した立体
をモデリングし，その周りの流れをシ
ミュレートした．以下は，休憩中の会
話の一部である．なお，会話はMeiも
聞いていた．
Hao: (密度場を指して)これを千切れない
ようにするにはどうすればいいか？
筆者: 速度を遅くしてみてはどうか？
Hao: それはやってみたが太くなってしま
った．(千切れないように)なるべく
細くしたい．
筆者: 色々な速度場を試すしかない．細く
してどうするつもりなのか？
Hao: (ウェブブラウザを指して)中国の飴
細工のかたちを密度場で表したい．
筆者: それは面白い．
Hao: 飴細工は伸ばしながら作るが，千切
れてはいけない (彼は continuously
connectedと述べている)．このルー
ルに沿った複数のかたちを重ねたい．
 シーン: H4
　Haoは「千切れてはいけないルール」
に沿った複数の密度場をMayaにイン
ポートし，それを層 (layer)と呼んだ．
プレゼンテーションでは，層を重ねた
作品『Continuity』を発表した．図 5.11
にHaoの開発したソフトウェアを示す．
また，図 5.12にHaoの作品『Continu-
ity』を示す．
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図 5.11:
Haoの開発したソフトウェア
図 5.12:
Haoの作品『Continuity』
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Chrisの観察記録 シーン: CR1
　 ChrisはMeghanと JR東日本日暮
里駅の三次元モデル (図 5.2)を共有し，
サンプルプログラムをつかって駅舎周
りの流れをシミュレートした． シーン: CR2
　Chrisは路線上に速度場を設定して，
電車が通過したさいの風の流れを流跡
線によって可視化した．以下は，その
画面を見ながらの会話の一部である．
Chris: (流跡線を指して)このカーブは時間
が経過すると，収束する．これを防
げないか？
筆者: 第二回のレクチャーで学んだパーリ
ンノイズが役に立つかもしれない．
Chris: Processingの noise関数はどうか？
筆者: それでもよい．この流跡線は何を可
視化しているのか？
Chris: 電車がホームを通り過ぎたときに，
乗車している客が降りる．流体の密
度場をその客の人口密度に例えたい．
筆者: なるほど．流跡線をMayaにエクス
ポートする機能は欲しいか？
Chris: Maya で (ソフトウェアからエクス
ポートした)密度場に沿って曲線を
つくることができるから，無くても
よい．
 シーン: CR3
　 Chrisは密度場をエクスポートして
を Maya を使ってレンダリングした．
以下は，Mayaのレンダリング画面を
見ながらの会話の一部である．
Chris: (Maya にインポートした密度場を
指して)Mayaで密度場を加工してよ
いか？
筆者: よい．何を加工するつもりなのか？
Chris: 密度場をスムージングしたい．
筆者: なるほど．ELFでスムージングする
機能が欲しいか？
Chris: 使い慣れたMayaのほうがよい．そ
れに，密度場をNURBS曲面に変換
したい．
筆者: なるほど．その変換機能は ELF に
用意するつもりはない．
Chris: その後，隙間を曲面で埋めたい．そ
の曲面にガラスの質感を与えて窓に
する．
 シーン: CR4
　Chrisは，降車客の人口密度が電車が
通り過ぎた際の風に流されるという発
想から駅舎のスタディーモデル『Popu-
lation Flow』を発表した (図 5.14)．以
下はプレゼンテーションの一部である．
Chris : 流体シミュレーションを用いると興
味深い形状が生まれる．しかし，密
度場を ELF にもどすとシミュレー
ション結果は異なるため，これは気
流に最適なかたちとは言えない．ま
た．ELFは境界で風が跳ね返るから
密度場は立方体に近づく．これを防
ぐには，障害物を小さくしなくては
ならない．
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図 5.13:
Chrisの開発したソフトウェア
図 5.14:
Chrisの作品『Population Flow』
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Claireの観察記録 シーン: CL1
　Claireは，第一回ワークショップの
初日にデスクトップコンピュータを持
ち込んだ．これには筆者も驚き，質問
した．
筆者: なぜデスクトップコンピュータを持
参したのか？
Claire: 三次元モデルのレンダリングには時
間がかかるので，性能の高いコンピ
ュータがあるとよい．
筆者: なるほど．どうやって持ってきたの
か？
Claire: 北欧の自宅から日本まで郵送した．
筆者: それは驚いた．
 シーン: CL2
　Claireは，Tatianaとは異なり，第一
回ワークショップの一日目，二日目に
板書した数式に嫌悪感を示さなかった．
以下は，彼女との会話の一部である．
Claire: (波動方程式の差分法を見ながら)こ
れは微積分の授業 (彼女は Calculus
と呼んでいた)で学んだことがある．
筆者: それはよかった．学んだことがない
参加者もいるようである．
Claire: 微積分の授業は選択できる場合が多
い．数学が苦手な人は選ばない．
筆者: なるほど．ところで，何か高負荷の
処理をおこなっているか？　ファン
が回りっぱなしだ．
Claire: Rhinoceros のプラグイン Brazil を
つかってグローバルイルミネーショ
ンをおこなっている．
筆者: それは面白い．
　この後Claireは，筆者にRhinoceros
とBrazilを使ったレンダリング手法を
紹介した．数日後，彼女は治療のため
帰国した．そのため，残念ながら第四
回とプレゼンテーションを欠席した．
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5.1.4 第一回ワークショップの結果
前述したように，第一回ワークショップの目的は，参加者による作例と制作プロセスの観
察を通じて，クリエイティブプログラミングのためのツールキットの評価項目を検討するこ
とである．
そこで以下では，第 5.1.3項に示した「第一回ワークショップの記録」を参照しながら，
この評価項目について検討していきたい．
クリエイティブプログラミングの成功者に共通して見られたプロセスを抽出する
ELFの第一回ワークショップに参加した 10名のうち，独自の流体シミュレーションソフ
トウェアのプログラミング (=つまり，クリエイティブプログラミング)に成功したMeghan，
Ehsan，Tatiana，Hao，Chris，Kenji，Rosales，Meiの計 8名には共通した制作プロセスが
みられた．
成功者に共通したプロセスを観察したのは，このプロセスがツールキットを用いたクリエ
イティブプログラミングを成功させるうえで効果的なプロセスだったためだと考えられる．
つまり，このプロセスはツールキットを用いたクリエイティブプログラミングに成功する
かどうかに深く関係しており，このプロセス自体が効果的にクリエイティブプログラミング
を進めるための，ひとつの観点だと考えられる．
そこで本研究では，この，成功者に共通し見られたプロセスを，効果的にクリエイティブ
プログラミングを進めるための観点として抽出してクリエイティブプログラミングのための
ツールキットの評価項目を 4つ検討した．
なお，第一回ワークショップにおいて，クリエイティブプログラミングに失敗した参加者
に関する考察については後述する．
以下では，まず先に，上述したクリエイティブプログラミングのためのツールキットの 4
つの評価項目について以下に説明したい．
アイディエーション
成功者には共通して，「ソフトウェアを開発しながら，徐々に作品テーマが決定していく」
というのプロセスを観察した．
たとえば参加者Meghanは，
 シーン: MG1 に示すように当初 JR東日本の日暮里駅の駅舎周
りの風の流れをシミュレートするソフトウェアから開発を始めしている．しかし
 シーン: MG4
では，駅舎周りではなく地下鉄の通気口を吹き抜ける風の流れをシミュレートするソフト
ウェアを開発している．このように彼女はソフトウェアを開発しながら，最終的に風の密度
場が落とす影 (
 シーン: MG5 を参照して欲しい)をテーマとして決定し，作品『Fluid Shadow』
を制作した．
また，参加者Tatianaの制作プロセスに注目すると，
 シーン: TT2 に示すように彼女は当初，
階段周りの風の流れをシミュレートするソフトウェアを開発している．そして，
 シーン: TT3
に示すように，階段の下側の密度場が境界に沿ってつくられることに気付き，この密度場を
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上下逆さまに使うアイデアを閃いたようである．最終的に彼女は，この上下逆さまになった
密度場を
キャノピー
天 蓋として利用した作品『Bloby Canopy』を制作した．
さらに，参加者Haoは
 シーン: H1 と シーン: H2 とに示すように，当初，楕円球や円柱を重ね
た独自の立体周りの風の流れをシミュレートするソフトウェアを開発している．このあと，
筆者や参加者Meiとの中華料理の会話が飴細工の着想へとつながり，彼は作品『Continuity』
を制作した．
「ソフトウェアを開発しながら，徐々に作品テーマが決定していく」というプロセスが成
功者に共通していたのは，このプロセスがツールキットを用いたクリエイティブプログラミ
ングを成功させるうえで効果的なプロセスだったためだと考えられる．つまり，このプロセ
スはツールキットを用いたクリエイティブプログラミングに成功するかどうかに深く関係し
ており，このプロセス自体が効果的にクリエイティブプログラミングを進めるための，ひと
つの観点であると考えられる．
そこで本研究ではこのプロセスを煎じて，「(ツールキットを用いたクリエイティブプログ
ラミング時に)ソフトウェアを開発しながら，徐々に作品テーマが決定したかどうか」を評
価する項目「アイディエーション」を設けた．
トライアンドエラー
同様にして，成功者に共通した他のプロセスについても例を挙げてから，このプロセスを
煎じて評価項目を設けたい．
成功者には共通して，「パラメーターを調整しながら，ソフトウェアを開発する」という
のプロセスを観察した．
たとえば，参加者 Meghanは，
 シーン: MG1 に示すように，格子数を 30  30  30から
50  50  50に調整しながらソフトウェアを開発している． シーン: MG3 では，速度場や密
度場の吹き出し口の位置を彼女は調整している． また参加者Haoは，
 シーン: H3 に示すよう
に，密度場が千切れないように，速度場の強さや吹き出し口の位置ｗｏに調整していた．
上述した例は筆者の観察によるものであるが，「パラメーターを調整しながら，ソフトウェ
アを開発する」というこのプロセスの痕跡が，参加者のソースコードに残っている場合も
あった．
たとえば，参加者Chrisのソースコードには，下記の「ソースコード 5.1」に示すように，一
部をコメントアウトして速度場や密度場の吹き出し口の位置を調整した痕跡が残っていた．
ソースコード 5.1: Chrisのソースコード (一部)
1 if(key=='d') elf.setDensity(11,15,12,100.f);
2 // if(key=='d') elf.setDensity(20,7,25,100.0f);
3
4 if(key=='v') elf.setVelocity(24,12,5, new PVector(-7,0,5));
5 // if(key=='v') elf.setVelocity(20,7,25, new PVector(0,0,2));
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さらに，参加者Hattoriのソースコード 5.2には，障害物の位置を調整しひとつひとつ設置
した痕跡が残っていた．このソースコードは，単純な for文を使って記述することが難しい
ため，参加者Hattoriが障害物の位置をひとつひとつ調整していたことを示唆している．
ソースコード 5.2: Hattoriのソースコード (一部を抜粋)
1 elf.setObstacle (3,5,1);
2 elf.setObstacle (4,5,2);
3 elf.setObstacle (5,5,1);
4 elf.setObstacle (6,5,2);
5 elf.setObstacle (7,5,3);
6 elf.setObstacle (8,5,3);
7 elf.setObstacle (9,5,3);
8 elf.setObstacle (10,5,3);
このように，ツールキットを用いたクリエイティブプログラミングに成功した参加者には
共通して「パラメーターを調整しながら，ソフトウェアを開発する」というプロセスが見ら
れ，このプロセスがツールキットを用いたクリエイティブプログラミングを成功させるうえ
で効果的なプロセスだったことが推察される．
そこで，前述した「アイディエーション」と同様に本研究ではこのプロセスを抽出して，
「(ツールキットを用いたクリエイティブプログラミング時に)パラメーターを調整しながら，
ソフトウェアを開発したかどうか」を評価する項目として「トライアンドエラー」を設けた．
リソース
本研究では，三つ目の評価項目として「リソース」を設けた．この項目は，「(ツールキッ
トを用いたクリエイティブプログラミング時に )ツールキットのサンプルプログラムを叩き
台として利用したかどうか」から，ツールキットを評価するものである．
この評価項項目「リソース」は，クリエイティブプログラミングに成功した参加者に共通
して見られた，ELFのサンプルプログラムを叩き台として利用するプロセスを抽出して設
けたものである．
第一回ワークショップでは，この成功者全員が第 4.4.3に前述した「障害物に関するAPI
のサンプルプログラム」を叩き台としていた．このサンプルプログラムは，外部の三次元モ
デルを読み込みこれを障害物に変換するプログラムである．
たとえば，
 シーン: MG1 と シーン: CR1 にみられるように，参加者MeghanとChrisは，この
「障害物に関するAPIのサンプルプログラム」を用いて，JR東日本の日暮里駅の三次元モデ
ルを読み込み，その駅を障害物として周りの流れをシミュレートしていた．同様にTatiana
は，
 シーン: TT2 にみられるように，このサンプルプログラムを用いて階段の三次元モデル
を読み込み，階段を下る流れをシミュレートするソフトウェアをプログラミングしていた．
さらに参加者Haoも，
 シーン: H1 にみられるように，このサンプルプログラムを叩き台にし
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て，三つの楕円球の重なった立体回りの流れをシミュレートするソフトウェアをプログラミ
ングしていた．
このように，ツールキットを用いたクリエイティブプログラミングの成功者には共通し
て，「障害物に関するAPIのサンプルプログラム」を自身のソフトウェアの叩き台として利
用するというプロセスが見られた．なお，第 4.4項に前述したとおり，ELFのサンプルプロ
グラムはこのサンプルプログラム以外にも，たとえば「流れの可視化に関する APIのサン
プルプログラム」や「カラースキームをランダムに指定するサンプルプログラム」などがあ
る．しかし，成功者が叩き台としたのは「流れ中の障害物に関する APIのサンプルプログ
ラム」のみであった．この理由については後に考察したい．
ボキャブラリー
さらに本研究では，ツールキットを用いたクリエイティブプログラミングに成功した参加
者に共通してみられた「ツールキットに関連する分野の専門用語を話す」というプロセスを
抽出して評価項目「ボキャブラリー」を設けた．この評価項目「ボキャブラリー」は，「(ツー
ルキットを用いたクリエイティブプログラミングを終えて)ツールキットに関連する分野の
専門用語を話したかどうか」からツールキットを評価する項目である．
実際，第一回ワークショップでは，この成功者に共通して，ワークショップ最終日のプレ
ゼンテーション時に流体力学の専門用語を話す様子がみられた．たとえば，参加者Chrisは
プレゼンテーション時に次のように発言し，速度場や密度場について言及している．
Where I set it up two limiters. Two that deals with velocity trains that travels
back and force acess of the station the other one represents the density the
people that get on.
また，参加者Meghanはプレゼンテーション時に次のように発言し，境界条件について言及
している．
This one(processing) using this as the tunnel boundary condition where the
hole is ... The interior space here the interception between the shadows pro-
jecting that against each other ...
このように，ELFを用いたクリエイティブプログラミングに成功した参加者には共通し
て，流体力学の専門用語を話すというプロセスがみられた．
このことは，彼ら成功者がELFを使ってプログラミングするうちに速度場や密度場といっ
た流体シミュレーションのボキャブラリーを体得したことを示しており，評価項目「ボキャ
ブラリー」は，教育的な側面からツールキットを用いたクリエイティブプログラミングが成
功したということを評価するうえで有効であると考えられる．
第二回ワークショップを実施する
このように本研究では，クリエイティブプログラミングに成功した参加者の制作プロセ
スを抽出するかたちで，「アイディエーション」，「トライアンドエラー」，「リソース」，「ボ
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キャブラリー」の四つの評価項目を検討した．それぞれの項目について整理すると，まず一
つ目の評価項目「アイディエーション」は，「(ツールキットを用いたクリエイティブプログ
ラミング時に) ソフトウェアを開発しながら，徐々に作品テーマが決定したかどうか」の観
点から，ツールキットを評価する項目である．また，評価項目「トライアンドエラー」は，
「(ツールキットを用いたクリエイティブプログラミング時に) パラメーターを調整しながら，
ソフトウェアを開発したかどうか」の観点から，ツールキットを評価する項目である．さら
に，三つ目の評価項目「リソース」は，「(ツールキットを用いたクリエイティブプログラミ
ング時に)ツールキットのサンプルプログラムを叩き台として利用したかどうか」の観点か
ら，これを評価する項目である．そして評価項目「ボキャブラリー」は，「(ツールキットを
用いたクリエイティブプログラミングを終えて)ツールキットに関連する分野の専門用語を
話したかどうか」の観点から評価する項目である．
ただし，これらの評価項目はあくまでクリエイティブプログラミングのためのツールキッ
トを評価するうえでの観点に過ぎず，評価項目のそれぞれについて定量的に評価する手法に
ついては今後の研究を待たなくてはならない．それぞれの評価項目について定量的に評価す
る手法が提案されることで，たとえば「アイディエーション度」や「トライアンドエラー度」
といった数値をツール間で比較したり，またはその数値を使ってツール自体の特長を客観的
に表したりすることも可能になり，クリエイティブプログラミングに関する研究は大きく進
展すると考えられる．
そしてこれらの評価項目それぞれについて定量的評価手法を提案するためには，非常に長
期間にわたる統計的な研究が必要である．
そこで本研究では第二回ワークショップを実施し，これらの評価項目に基づいて参加者の
作例や制作プロセス分析することで，ELFの評価とした．
また，この評価項目は第一回ワークショップのなかでクリエイティブプログラミングに成
功した参加者の制作プロセスしか考慮されておらず，今後もワークショップを開催して再検
討していく必要がある．
5.1.5 第一回ワークショップの考察
数式を避け，図説に注力したレクチャーが必要である
前述したように，独自の流体シミュレーションソフトウェアをプログラミングするために
は，「空間を格子に区切って，格子点上の物理量の時間変化を考える」という流体シミュレー
ションに通底するマインドセットを学ぶ必要がある．しかし，クリエイティブプログラミン
グのバイブル的な著書である『GENERATIVE DESIGN』[80]や『ジェネラティブ・アー
ト―Processingによる実践ガイド』[43]，さらには，『アートのための数学』[81]にもこのマ
インドセットに関する記述は見られず，このマインドセットがアーティストに普及していな
いと考えられる．
そこで五日間に渡る第一回ワークショップでは一日目と二日目に流体シミュレーション
の基本的な理論のレクチャーを行ったが，ナビエ・ストークス方程式や数値解析の基礎に関
する数式に嫌悪感を示す参加者が多かった．顕著な例は，参加者TatianaとElenaの二人で
ある．ovalbox シーン: TT1に述べたとおり，彼女らは偏微分に関する数式の独学を試みたも
のの，この一日目と二日目のレクチャーは途中から欠席した．こうした数式に対する嫌悪感
第 5章 ワークショップを通じた ELFの評価 107
は，
 シーン: CL2 で参加者Claireが指摘するように，芸術大学では数学が選択科目になってい
ることが根本的な原因だと考えられる．
例外的に参加者 Claireのみが数式に嫌悪感を示さなかったが，Mitchellら [76]のワーク
ショップ参加者も「all math stu, and I'm no good at that. It's way over my head」と述
べて数式に嫌悪感を示しており，アーティストが数式に嫌悪感を抱く傾向にあることは確か
なようである．
このように，多くの参加者が数式に対して嫌悪感を示したが一方で，独自の流体シミュ
レーションソフトウェアをプログラミングするためにはやはり，流体シミュレーションの基
本的な理論を知る必要がある．
そのため，レクチャーでは，たとえば，偏微分を表す Bやrなどの記号を用いた数式を
避け，図説に注力して流体シミュレーションの基本的な理論を説明する必要があると考えら
れる．
休憩時間中の参加者の様子を観察する必要がある
第一回ワークショップ中，筆者は約 30分の休憩時間を適宜参加者に与えた．
クリエイティブプログラミングのためのツールキットを用いた制作プロセスの観察時に
は，制作中の参加者の様子だけでなく，こうした休憩時間中の参加者の様子も観察する必要
がある．
これは，アーティストの制作プロセスには，仲間や友人と相談したり，作業を中止して休
憩したりする時間も含まれているからである．
実際，参加者Haoは休憩時間中に筆者と参加者Meiをまじえて中華料理について談笑し
たが (
 シーン: H3 を参照して欲しい)，参加者Haoの作品『Continuity』は中国の飴細工をモ
チーフとしており，この談笑が作品テーマに影響を与えたと考えられる．
さらに，この中国の飴細工に関する筆者とHaoとの会話 (
 シーン: H4 )を聞いた参加者Mei
の作品『Circulation』(図 5.15)に注目すると，この作品は飴細工の色 (カラメル色)で，筆
者と参加者Haoとの会話が作品テーマに影響を与えたと考えられる．
また，参加者Haoは，
 シーン: H3 で，アニメ「ドラえもん」を観賞しながら「作業が進ま
ないので，気分転換で観てる．もしかしたら，何かヒントがあるかもしれない」と述べてお
り，作業を中止して愉しむ時間がアーティストがソフトウェアをプログラミングするプロセ
スに含まれていることを示している．
このように，アーティストの制作プロセスには，仲間や友人と相談したり，作業を中止し
て休憩したりする時間も含まれており，休憩時間中の参加者の様子を観察する必要がある．
流れを理解しやすい可視化手法は流跡線である シーン: MG3 で参加者Meghanが述べるように，第一回ワークショップの参加者は日ごろ
からAutodesk社製の三次元流体シミュレーションソフトウェアVasariを使って，任意の断
面上の流体の密度場や速度場を可視化していたようである．
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図 5.15:
Meiの作品『Circulation Model』
しかし一方で，「(この任意の断面上の密度場や速度場の可視化のみでは)断面の手前や奥
に進行する流れを目視できないため，三次元的な流れを理解しにくい」という意見が，第一
回ワークショップの実施以前の多くの参加者から得られた．
この意見について再度，第一回ワークショップ終了後に参加者らに尋ねたところ，「(ELF
は，任意の断面上に密度場や速度場を可視化するだけでなく)場の一部だけを可視化したり，
流体粒子や流跡線によって可視化することができるため，三次元的な流れを理解しやすかっ
た」という返答を得た．
これらのことから，可視化に関する ELFの多様な関数が流れの視覚的な理解を深めたこ
とが推察される．第 4.3.1項の「可視化に関するAPI」のなかで前述したとおりELFは，た
とえば場を可視する関数や，流体粒子/流跡線を描画する関数など，三次元流体を可視化す
るための多様な関数を実装している．任意の断面上の場を可視化するだけでなく，様々なス
タイルで可視化することが，流れを多角的に理解するためには必要である．
また，どの可視化手法がもっとも流れを理解しやすかったかと参加者に尋ねたところ，多
くの参加者から「流跡線が流れをもっとも理解しやすい」という返答を得た．流体粒子とは
異なり，流跡線は過去のフレームにおける流れが軌跡として残る．参加者はその軌跡から次
のフレームの流れを予測し，この予測と実際のシミュレーションに大きな差が見られなかっ
たため流跡線を最も理解しやすい可視化であると述べたと考えられる．
このように，可視化に関する ELFの多様な関数は参加者の流れの理解を深めたと考えら
れる．なかでも流跡線による速度場の可視化は，流れをもっとも理解しやすい可視化手法で
あると考えられる．
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参加者のコメントがモチベーションの高さを表している
第一回ワークショップでは，レクチャーの都合上，外部のドキュメントではなくサンプル
プログラムのなかに ELF の関数の基礎的な使い方を説明するコメントを記述した．
第一回ワークショップ中の参加者を観察すると，多くの参加者がこのコメントを発展さ
せ，自身のアイデアを実現するELFの関数の使い方を追記していた．たとえば，
 シーン: CR4
に示すように降車客の人口密度が風に流されるというアイデアを得た参加者Chrisは次のよ
うに述べてこのアイデアを実現するための ELFの関数の使い方をサンプルプログラムのコ
メントに追記している．
To run the simulation the way I did to generate the wind path; use setDen-
sity(20, 7, 25, 100.0f) at rst for about 3 seconds Then use setVelocity(20, 7,
25, new PVector(0, 0, 2)) for another 3 seconds to push velocity of the "train"
through the density of the "people".
サンプルプログラムのコメントを発展させて自身のアイデアを実現する ELF の関数の使
い方を追記するというこうした参加者の姿勢は，ELFを用いて独自の流体シミュレーション
ソフトウェアを開発しようとする彼らのモチベーションの高さを表していると考えられる．
どうしてクリエイティブプログラミングに失敗したのか
ELFの第一回ワークショップに参加した 10名のうち，参加者 Elenaは独自の流体シミュ
レーションソフトウェアのプログラミング (=つまり，クリエイティブプログラミング)に失
敗した．
ここでは，どうしてElenaがクリエイティブプログラミングに失敗したのか考察したい．
一つ目の理由として考えられるのが，ナビエ・ストークス方程式や数値解析の基礎に関す
る数式に嫌悪感がクリエイティブプログラミングに対するモチベーションを下げたことであ
る．実際，彼女はこうした数式がレクチャー中に現れるたびにひどく顔をしかめていた．ま
た，筆者は彼女から数式に対する質問を受けたが，彼女からは「数学に興味が無い」と一蹴さ
れてしまった．ただし，数式に嫌悪感を示したのは彼女だけではなく，たとえば
 シーン: TT1
で前述したようにクリエイティブプログラミングに成功した参加者Tatianaも同様で，この
嫌悪感がモチベーションをどの程度下げるのかは，個人差があると考えられる．
もう一つの理由は，Processingの文法に対する理解が不十分であったことにあると考えら
れる．前述したように，参加者はみな，日ごろからGrasshopperを用いて，ランドスケープ
や建築物，インテリアなど様々な形状をプログラミングしているが，Processingの文法に対
する理解は不十分であった．Processingの文法についてはワークショップ中にもレクチャー
したが，この習熟についても個人差があり，参加者Elenaはその理解が不十分であったと考
えられる．実際，クリエイティブプログラミングに成功した参加者と同様に，彼女も「障害
物に関する APIのサンプルプログラム」を自身のソフトウェアの叩き台として利用しよう
と試みたが，Processingの文法の習熟度が足りず，自身でプログラミングするまでには至ら
なかった．
このように，数学に対する嫌悪感とプログラミングに対する不理解が，参加者Elenaがク
リエイティブプログラミングに失敗した理由として考えられる．
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5.2 第二回ワークショップ
5.2.1 第二回ワークショップの概要
第二回ワークショップの目的と手法
本研究ではクリエイティブプログラミングのための三次元流体シミュレーションのツー
ルキット ELF(Educational Library for Fluid)[6]を構築している．
しかし，現在のところ，Saul Greenbergら [74]やWakita Akiraら [75]が述べているよ
うにクリエイティブプログラミングのためのツールの定量的な評価手法はまだ確立されてい
ない．
第一回ワークショップでは，このクリエイティブプログラミングに関する研究の定量的な
評価手法の確立を目指し，まず第一歩目としてクリエイティブプログラミングのためのツー
ルキットの評価項目を検討した．
しかし，これらの評価項目それぞれについて定量的評価手法を提案するためには，非常に
長期間にわたる統計的な研究が今後必要である．
そこで本研究では第二回ワークショップを実施し，これらの評価項目に基づいて参加者の
作例や制作プロセス分析することで，ELFの評価とした．
この参加者の作例や制作プロセスの分析にあたっては，第一回目のワークショップと同様
に，参加者が作業の手を休めている時間に筆者が質問したり，参加者からの質問を折り返す
形で質問したりして，彼らがソフトウェアを開発する過程を記録した．さらに，第二回ワー
クショップの最終日に，参加者の開発したソフトウェアをプレゼンテーションする機会を設
け，質疑応答を記録した．
また，第二回ワークショップでは，ソフトウェアのプログラミングや作品の創作に当て
る時間として，第一回ワークショップよりも多い，15時間を参加者に与えた．これは，第
一回ワークショップ終了後に，この参加者から作業時間が少ないという指摘を受けたためで
ある．
第二回ワークショップの参加者
第二回ワークショップの参加者は，コンピュータ・アートと建築デザインの学際的な研
究に従事する大学生 13名（Ivy, Anna, Luka, Kayla, J.J., Niki, Krit, Michael, C.S., Goric,
Kenny, Yang, Paley）である．彼らは，日ごろから Processingを用いたクリエイティブプ
ログラミングに親しんでおり，Processingの文法を習得している．
第二回ワークショップのスケジュール
第二回ワークショップは，2016年 6月に五日間 (全五回)に渡って実施した．この第二回
ワークショップでは，一日目と二日目に流体シミュレーションの基本的な理論を図説したの
ち，ELFの基礎や応用について示した．三日目と四日目，五日目 (前半)は参加者による流
体シミュレーションソフトウェアを開発するための作業時間とした．また，五日目の (後半)
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は参加者によるプレゼンテーションの時間を設けた．表 5.2に，第二回ワークショップのス
ケジュールを示す．
5.2.2 第二回ワークショップの記録
以下，6名の特徴的な参加者 (Paley, J.J., Kenny, Yang，C.S., Niki)を取り上げ，彼らと
の会話記録とともに第二回ワークショップの観察記録を示す．
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表 5.2: 第二回ワークショップのスケジュール
第一回 (2016年 6月 9日 10:00-18:00) 流体シミュレーションと ELFの基礎
ナビエ・ストークス方程式の図解
ë 速度場，密度場，圧力場，渦度場の図解
ELFの基礎
ë ELFの紹介
ë 流跡線を用いて 2D流れを可視化するソフトウェアの開発
第二回 (2016年 6月 10日 10:00-18:00) 3D流れの可視化
ELFのサンプルプログラムの紹介
ë ELFを用いたカルマン渦の再現
ë 三次元 CGソフトウェアとの連携
ë　三次元 CGソフトウェアへからのインポート機能の解説
ë　三次元 CGソフトウェアへのエクスポート機能の解説
ELFの応用
ë 速度場と密度場を用いたソフトウェアの開発
ë 圧力場と渦度場を用いたソフトウェアの開発
第三回 (2016年 6月 11日 10:00-14:00) 流体シミュレーションソフトウェアの開発
参加者による流体シミュレーションソフトウェアのプログラミングと作品の創作 (4h)
第四回 (2016年 6月 12日 10:00-18:00) 流体シミュレーションソフトウェアの開発
参加者による流体シミュレーションソフトウェアのプログラミングと作品の創作 (8h)
第五回 (2016年 6月 13日 10:00-17:00) プレゼンテーション
参加者による流体シミュレーションソフトウェアのプログラミングと作品の創作 (3h)
参加者によるプレゼンテーション
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Paleyの観察記録 シーン: PA1
　Paleyのテーマは，2020年に開催さ
れる東京オリンピックのプール会場デ
ザインで，彼女はまずRhinocerosを使
ってこれをモデリングした．このプー
ル会場は，図 5.16に示すように，上か
ら見るとくびれの反復する筒状のかた
ちをしていて，トンネルのように出入
りの経路が屋外に直結している．彼女
はELFのサンプルプログラムにプール
会場の三次元モデルをインポートして，
プール会場周りの速度場，密度場，圧
力場，渦度場を可視化した．
 シーン: PA2
　場を可視化していた Paleyは筆者に
質問した．以下は，筆者との会話の一
部である．
Paley: (Rhinoceros 上のプール会場を指し
て)シミュレーションにインポート
すると，曲面が離散化されてガタガタ
になってしまう．曲面をシミュレー
ションで正確に再現するにはどうす
ればよいか？
筆者: ELFは格子法を採用しているため，
曲面はボクセル化される．なるべく
格子を増やして欲しい．
Meghan: (格子数を) いくつに増やせばいい
のか？
筆者: それは決まっていないので，試すし
かない．増やせば増やすほど曲面に
近づくが，処理速度は下がる．
Meghan: 分かった．試してみる．
　このあとPaleyは格子数を 3030
30から徐々に増やし，最終的には 80
8080まで増やして，プール会場周り
の流れをシミュレートした．
図 5.16:
Paleyによるプール会場 ver.1
図 5.17:
Paleyによるプール会場 ver.2
 シーン: PA3
　 Paley はプール会場 (図 5.16) を，
Rhinoceros上で手動で離散化し，さら
に穴を開け始めた (図 5.17)．筆者はそ
れを傍で見ていて気になったが，彼女
の作業を妨げないように，休憩時間に
その件について質問した．以下は，筆
者との会話の一部である．
筆者: なぜプール会場に穴を開けたのか？
Paley: (Paleyは笑いながら)開けたらその
穴から流体がはみ出そうな気がし
た．試したかっただけで，特に理由
はない．
筆者: なるほど．どの場がはみ出たか？
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Paley: 密度場と速度場，渦度場がはみ出た．
はみ出た流体がプール会場を覆って
面白い形になる．これはバリアみた
いだ．圧力場はプール会場の入り口
に固まった．これは壁のように使え
るかもしれない．色々と試してみる．
 シーン: PA4
　 Paleyは穴の位置と形を調節しなが
ら，筆者に質問した．以下は，筆者と
の会話の一部である．
Paley: シミュレーションの速度を改善でき
ないか？
筆者: プール会場がシンメトリーなので，周
期境界を適用してはどうだろうか？
Paley: そうすると，この部分 (彼女は図5.16)
の真ん中を指差して)でモデルを切
り取って，ソースコードの境界条件
を変えればいいのか？
筆者: その通りである．
Paley: 分かった．試してみる．もう一つ質
問がある．このプール会場の左端が
GUIに重なって見づらい．GUIを移
動してもよいか？
筆者: よい．どこに移動するのか？
Paley: それはまだ分からない．試してみる．
Paleyは引き続き，穴の位置と形を調
節して，最終的にカタカナの「エ」の
パーツを均一に配置したプール会場を
モデリングした (図 5.18)．
図 5.18:
Paleyによるプール会場 ver.3
 シーン: PA5
　Paleyは図 5.18に示すプール会場を
ELFにインポートして，速度場，密度
場，圧力場，渦度場をシミュレートし
た．図 5.19にPaleyの開発したソフト
ウェアを示す．
 シーン: PA6
　Paleyは，速度場，密度場，圧力場，
渦度場の 3Dモデルを開発したソフト
ウェアからエクスポートした．そして
Rhinoceros上で，それらを重畳し，プー
ル会場のバリアとして利用した作品
『Oscillating Tunnel』(図 5.20)を発表
した．
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図 5.19: Paleyの開発したソフトウェア
図 5.20: Paleyの作品『OscillatingTunnel』
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J.J.の観察記録 シーン: JJ1
　 J.J.はカルマン渦に関心を持ち，そ
の圧力場のカラースキームの調整に没
頭した．彼は物静かで，筆者に積極的
に質問することは少なかった．
 シーン: JJ2
　 J.J.はWEBを検索し，自発的にカ
ルマン渦について調査していた．以下
は，WEBページを見ながらの筆者と
の会話の一部である．
J.J.: これ (隙間を空けて縦並びに
なった障害物の風下に二つの
カルマン渦が発生する現象)
を ELF でも再現することが
できるか？
筆者: 再現することができると思う．
どうして，それを再現したい
のか？
J.J.: 再現したいと思っただけだ．
まだ何も決まっていない．
 シーン: JJ3
　 J.J.は上述した二つのカルマン渦の
発生に成功した．彼は，障害物の大き
さや位置を少しずつ変えながら，カラー
スキームを調整していた．以下は，休
憩時間中の彼との会話の一部である．
筆者: カルマン渦は発生したか？
J.J.: 発生した．
筆者: これはどんな作品になるの
か？
J.J.: 障害物を建物 (彼は buildings
と言っている) だと考えてい
る．そこから出入りする人々
の流れを可視化した作品にし
たい．
筆者: なるほど．なぜ圧力場なの
か？
J.J.: 圧力場が高低する様子は，心臓
の鼓動に良く似ているからだ．
筆者: 建物に出入りする人々の流れ
を，彼らの心臓の鼓動で可視
化したい，ということか？
J.J.: その通りだ．どう思う？
筆者: とても面白いと思う．どうい
う建物の配置にするのか？
J.J.: それはまだ決めてないが，な
るべく圧力場の高低を増やし
たい．
この後彼は，ELF の関数である
setAccuracyLOW(); や setAccura-
cyHIGH();を用い，精度を変更しなが
ら流体シミュレーションを試行してい
たが，最終的には「高精度」に指定す
ることで圧力場の高低を増やすことに
成功していた．
 シーン: JJ4
　四日目，筆者が第二回ワークショッ
プの会場に早めに入ったところ，J.J.が
一人で黙々と作業していた．このとき
彼は，タブレットPC(図 5.21)をパーソ
ナル・コンピュータに接続してデュア
ル・ディスプレイ環境を構築していた．
筆者は，彼の作業を妨げないように，そ
の日の休憩時間に話しかけた．以下は，
その会話の一部である．
筆者: なぜタブレット PCを接続している
のか？
J.J.: このタブレット PCはディスプレイ
がグレアタイプで色が鮮明に表示さ
れるからだ．圧力場のカラーリング
調整のために持ってきた．
第 5章 ワークショップを通じた ELFの評価 117
図 5.21:
J.Jの持参したタブレット PC
 シーン: JJ5
　 J.J.は圧力場の三次元モデルに付随
するテクスチャーをAdobe Photoshop
で画像処理していた．以下は，休憩時
間中の筆者との会話の一部である．
筆者: Photoshopで何をしていたのか？
J.J.: 圧力場の三次元モデルのテクスチ
ャーを Photoshop で画像処理して
いた．
筆者: あなたのツールでカラーリングを調
整しなかったのか？
J.J.: 大体のカラーリングはわたしのツー
ルで調整したが，細かい調整は使い
慣れている Photoshopを使った．
 シーン: JJ6
　 J.J.は最終的に，「ハの字」と「く
の字」に障害物を並べて，建物から出
入りする人々の流れを可視化した．図
5.22に J.J.の開発したソフトウェアを
示す．図 5.23に彼の作品『Heartbeat』
を示す．
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図 5.22: J.J.の開発したソフトウェア
図 5.23: J.J.の作品『Heartbeat』
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Kennyの観察記録 シーン: KE1
　Kennyのテーマは，「弾丸」である．
彼は銃器マニアで，様々な種類の武器を
筆者に紹介した．彼はWEBからダウ
ンロードした弾丸の 3Dモデルを，ELF
のサンプルプログラムにインポートし，
周りの流れをシミュレートし始めた．
弾丸は音速を超えて飛ぶため，ELFの
実装している非圧縮性流体シミュレー
ションでは正確な流れのシミュレート
はできない．そのことを筆者が忠告し
にいった．以下は，筆者との会話の一
部である．
筆者: 弾丸は音速を超えて飛ぶため，ELF
をつかって正確な流れのシミュレー
トはできない．
Kenny: それは残念だ．しかし，わたしは武
器が好きなので弾丸の周りの流れを
調べたい．
筆者: 遅くてもよいのか？
Kenny: よい．
筆者: 風洞実験を調べてみてはどうだろ
うか？
Kenny: 調べてみる．
 シーン: KE2
　Kennyはインターネット上で「風洞
実験」を検索して調べていた．以下は，
彼との質疑応答の一部である．
Kenny: (風洞実験をするには)層流にすれば
いいのか？
筆者: 一般的には層流にする．
Kenny: なるほど．つくってみる．
 シーン: KE3
　Kennyは，弾丸周りの速度場，密度
場，圧力場，渦度場を可視化し，カラー
スキームを調整しながら，筆者に質問
した．以下は，彼との質疑応答の一部
である．
Kenny: ELFに三次元モデル (障害物)をコ
ピーする機能はないのか？
筆者: そのような機能はELFには無い．な
ぜコピー機能が欲しいのか？
Kenny: 弾丸を増やしたい．
筆者: 少し待って欲しい．追加する．
Kenny: 分かった．
このあと，筆者はELFにコピー機能を
追加し，参加者に報告した．Kennyは
コピー関数をつかって，弾丸を三つに増
やし，周りの流れをシミュレートした．
 シーン: KE4
Kennyは，三つの螺旋状の三次元モデ
ルをインポートし，それらの周りの流
れをシミュレートしていた．彼が弾丸
のテーマを変えたのかと筆者は思った
ため，休憩時間に彼に質問した．
筆者: 弾丸周りの流れのシミュレーション
は中止したのか？
Kenny: 中止していない．Luka(筆者註：参加
者のひとり)が螺旋の周りの流れを
シミュレートしていたのだが，それ
を見て弾丸は，ライフリング :を通っ
て回転しながら発射されることを思
い出した．ELFでは三次元モデルを
回転することができないので，螺旋
状の三次元モデルにしてみた．
: ライフリング (Riing)とは，銃身の内側に彫られている螺旋状の溝を指す．
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 シーン: KE5
　Kennyは，四つの螺旋状の 3Dモデ
ル周りの速度場，密度場，渦度場をソ
フトウェアからエクスポートした．そ
してそれらを Rhinoceros上で重畳し，
さらに三次元モデルは最終的に非表示
にした作品『Ghosted Bullets』を発表
した．以下は，プレゼンテーション時
の彼との質疑応答である．
筆者: 作品の経緯について説明して欲しい．
Kenny: はじめ，弾丸周りの流れをシミュレー
トしたが，螺旋状の三次元モデルを
使うことにした．これは弾丸が螺旋
状の溝を通って発射されるからだ．
そのあと，三次元モデルを消去して
みたら，場だけが残った．この場は
日本の新幹線に似ていると思う．結
果的に電車のデザインになった．
筆者: 圧力場を使っていない理由も，それ
に関係しているのか？
Kenny: その通りである．圧力場は電車の
先頭に張り付いてスピード感 (彼は
speedと述べている)が減るため，使
わなかった．
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図 5.24: Kennyの開発したソフトウェア
図 5.25: Kennyの作品『Ghosted Bullet』
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Yang と C.S.の観察記録 シーン: YC1
　 Yang と C.S. はペアでプロジェク
トを進めることになった．彼らは話し
合って，Francois-Auguste-Rene Rodin
の彫刻『Eternal Springtime』(図 5.26)
をテーマに選らんだ．『Eternal Spring-
time』とは，愛し合う男女が抱き合い接
吻を交わす様子を表した彫刻である．
図 5.26: Francois-Auguste-Rene Rodin,
Eternal Springtime, 1881-1884:
 シーン: YC2
　YangとC.S.は「Rodin's sculptures
often carry a sense of tension in his
static pieces.」と述べた．しかし，ま
だこの時点では，この緊張感の発生源
を特定できずにいた．
 シーン: YC3
　YangとC.S.はインターネット上か
ら『Eternal Springtime』の三次元モデ
ルを入手した彼らは，ELFを使って開
発したソフトウェアを用い様々な場を
シミュレートして，緊張感の発生源の
特定に着手した．以下は，シミュレー
ションの画面を見ながらの会話の一部
である．
C.S.: (ELF を用いて開発したソフ
トウェアに）インポートする
と，(『Eternal Springtime』の)
三次元モデルが粗くなる．こ
れを改善できないか？
筆者: ELFは格子法を採用している
ため，曲面はボクセル化され
る．なるべく格子を増やして
欲しい．
C.S.: なるほど．分かった．やって
みる．
Yang: (ソースコード中の格子数を
設定している部分を指して)
この部分の数を増やせばいい
のか？
筆者: その通りである．どちらが
ソースコードを書いているの
か？
C.S.: わたしの PCで作業している
が，ソースコードは二人で書
いている．
 シーン: YC4
　 Yang と C.S. は『Eternal Spring-
time』の三次元モデルの男性の膝下の
部分を緊張感の発生源とし，その部分を
切り取ってポリゴン数を減らした．筆
者は彼らの作業を妨げないように，休
憩時間に質問した．以下は，筆者との
質疑応答の一部である．なお，Yangは
傍に居なかった．
筆者: なぜ男性の膝下の部分に注目
したのか？
: 国立西洋美術館の所蔵作品 xhttp://collection.nmwa.go.jp/S.1959-0016.html (accessed 2017-
10-02)yに掲載されている画像を引用した．
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C.S.: 『Eternal Springtime』は男女
の接吻がテーマだ．しかし，こ
の彫刻を良く見ると，この部分
(筆者註：男性の膝下の部分の
こと) は男女の性的な部分を
隠している．そこからは男女
のフェロモンが流れ出ている．
だから，この彫刻作品の緊張
感の発生源は，実はこの部分
なのではないかと考えた．
筆者: なるほど．面白い．ところで，
なぜ 3Dモデルを簡略化した
のか？
C.S.: 格子数を増やしてみたが，彫刻
の細かい凹凸は消えてしまう
ことが分かった．そこでポリ
ゴンを出来るだけシンプルに
してみたら，抽象的な形になっ
てこっちのほうが気に入った．
　
 シーン: YC5
　 Yang と C.S. は『Eternal Spring-
time』の緊張感の発生源は，男女の性
的な部分から発生するフェロモンであ
るとし，そのフェロモンの流れを可視
化するソフトウェア (図 5.27を開発し
た．彼らはこのソフトウェアを使って
フェロモンの密度場を3Dモデルとして
エクスポートし，Rhinocerosでレンダ
リングした作品『Pheromone Tension』
(図 5.28)を発表した．
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図 5.27: YangとC.S.の開発したソフトウェア
図 5.28: YangとC.S.のの作品『Pheromone Tension』
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Nikiの観察記録 シーン: NK1
　Nikiは，日本のアニメ「機動戦士ガン
ダムUC(ユニコーン)」をテーマに選ん
だ．彼女は，まずこのアニメに登場す
るロボット「ユニコーンガンダム」(以
下，ロボットと述べる)に似た三次元
モデルをインターネット上から入手し
た．つぎに，これをELFにインポート
して，周りの流れをシミュレートした．
 シーン: NK2
　Nikiはこのロボット周りの流れをシ
ミュレートしながら，筆者に質問した．
以下は，筆者との会話の一部である．
Niki: ロボット (実際，彼女は \ユニ
コーンガンダム"と述べてい
る) の全身像をインポートす
ると粗くなる．これを改善で
きないか？
筆者: ELFは格子法を採用している
ため，曲面はボクセル化され
る．なるべく格子を増やして
欲しい．
Niki: それはどこを直せばいいの
か？
筆者: この部分 (格子数を変更する
ソースコードを指して) を変
えて欲しい．
Niki: 格子数をいくつにすればよい
のか？
筆者: それは分からない．試して欲
しい．
Niki: 分かった．やってみる．
 シーン: NK3
Nikiはロボットの頭部のみを ELFに
インポートして，周りの流れをシミュ
レートした．筆者は傍で見ていたが，
時折首を傾げる彼女がこの流体シミュ
レーションに納得していないのは明ら
かであった．
 シーン: NK4
　Nikiは休憩時間中に「機動戦士ガン
ダム UC」のアニメを観ていた．前述
のとおり，彼女はあまり進捗していな
い様子だったので，気になって筆者は
話しかけた．以下は，この会話の一部
である．
筆者: 機動戦士ガンダムが好きなの
か？
Niki: 好きだ．
筆者: 筆者も小さい頃に良く観た．
この後，彼女と機動戦士ガンダムにつ
いて談笑した．休憩時間後も彼女が同
アニメを観ていたので，心配になって
筆者は話しかけた．
筆者: 大丈夫か？
Niki: 隣の Yangと C.S.のテーマ ( シーン: CR4 )からヒントを得
た．彼らは彫刻作品の緊張感
だが，私は戦場 (彼女はBattle
Fieldと述べている)の威圧感
をテーマにしたい．
筆者: 誰が威圧するのか？
Niki: ユニコーンガンダムである．
このロボットはとても強いの
で，敵軍に恐れられている．だ
からこのロボットから敵軍に
は威圧感が伝わっている．そ
れの流れを表したい．
筆者: なるほど．面白い．
 シーン: NK5
Nikiは，ロボットの威圧感の流れをシ
ミュレートするソフトウェアを開発し
た (図 5.29)．彼女は，このソフトウェ
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アを使って，速度場，密度場，圧力場，
渦度場の流れを 3Dモデルとしてエク
スポートし，Rhinocerosを使ってレン
ダリングするなかで，威圧感の流れの
場とはなにかを模索した試験的な作品
『Battle Field Intimididation』(図5.30)
を発表した．
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図 5.29: Nikiの開発したソフトウェア
図 5.30: Nikiの作品『Battle Field Intimididation』
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5.2.3 第二回ワークショップの結果
クリエイティブプログラミングのためのツールキットの評価項目に基づいて参加者
の作例や制作プロセス分析する
前述したように，第一回ワークショップではクリエイティブプログラミングに関する研究
の定量的な評価手法の確立を目指し，まず第一歩目としてクリエイティブプログラミングの
ためのツールキットの評価項目を検討した．
第一回ワークショップで検討したこの評価項目は四つある．評価項目「アイディエーショ
ン」は「(ツールキットを用いたクリエイティブプログラミング時に)ソフトウェアを開発し
ながら，徐々に作品テーマが決定したかどうか」の観点からツールキット評価する項目であ
る．また，評価項目「トライアンドラー」は，「(ツールキットを用いたクリエイティブプロ
グラミング時に)パラメーターを調整しながら，ソフトウェアを開発したかどうか」の観点
からツールキットを評価する項目である．さらに，「(ツールキットを用いたクリエイティブ
プログラミング時に)ツールキットのサンプルプログラムを叩き台として利用したかどうか」
を評価項目「リソース」として設け，「(ツールキットを用いたクリエイティブプログラミン
グを終えて) ツールキットに関連する分野の専門用語を話したかどうか」から評価する項目
として「ボキャブラリー」を設けた．
しかし，これらの評価項目それぞれについて，たとえば「アイディエーション度」や「ト
ライアンドエラー度」といったようにツールキットの性質を数値で表して定量的にこれを評
価するためには非常に長期間にわたる統計的な調査研究が必要である．
本研究ではこのような統計的な調査研究にまでは至らなかったが，その代わりに，これ
らの評価項目を観点として第二回ワークショップ参加者の作例とその制作プロセスを分析し
て，それぞれの評価項目が高いのか低いのかを考察することで ELFの評価としたい．
以下では，第 5.2.2項に前述した「第二回ワークショップの記録」を参照しながら，まず評
価項目「アイディエーション」に基づいて，参加者の作例とその制作プロセスを分析する．
アイディエーション：　ツールキットを用いたクリエイティブプログラミング時に，
ソフトウェアを開発しながら徐々に作品テーマが決定したかどうか
本研究では，クリエイティブプログラミングに成功した第一回ワークショップ参加者のプ
ロセスを煎じて，評価項目「アイディエーション」を設けた．この項目は「(ツールキット
を用いたクリエイティブプログラミング時に ) ソフトウェアを開発しながら，徐々に作品
テーマが決定したかどうか」の観点からツールキットを評価するものである．
前述したように，本研究ではこの「アイディエーション」という評価項目を「アイディエー
ション度」といったように数値化するところまでは至っていないが，第二回ワークショップ
参加者の作例や制作プロセスを分析することで ELFの「アイディエーション度」が高いの
か低いのかを評価したい．
参加者Paley： 密度場や速度場の挙動に対する理解が「思いつき」を促した
まず参加者Paleyに注目すると，
 シーン: PA1 に示すように，彼女は当初プール会場周りの
流れをシミュレートするソフトウェアを開発していた．前述したように，このプール会場
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は，上から見るとくびれの反復する筒状のかたちをしていて，トンネルのように出入りの経
路が屋外に直結している． シーン: PA3 でPaleyは，Rhinocerosを使ってこのプール会場を離散化し，さらに穴を開け
て，そのプール会場の内側から密度場や速度場が発生するようにプログラミングしている．
プール会場を離散化したり穴を開けたりするという理由については，
 シーン: PA3 で Paley
が自ら「試したかっただけで，特に理由はない」と述べているとおり，彼女のなかでは特に
決まった理由は無いようである．
しかし，この彼女の試みは単なる「思いつき」ではなく，密度場や速度場の挙動に対する
理解がこの「思いつき」を促したと考えられる．プール会場周りの流れをシミュレートする
流体シミュレーションソフトウェアをプログラミングするうちに密度場や速度場などの挙動
を理解してきたからこそ，「もしプール会場に穴を開けたら，その穴から流れがはみ出るは
ずだ」というように，彼女は穴を開けるという試みを思いついたのであろう．
そして
 シーン: PA3 に示すように，結果的にこの試みが穴から外にはみ出た密度場や速度
場，渦度場をプール会場の「バリア」として利用する，という作品テーマを導いた．
参加者 J.J.： 圧力場の挙動に対する理解が「見立て」に繋がった
次に参加者 J.J.に注目すると，
 シーン: JJ1 に示すように彼は当初からカルマン渦に興味を
持ち，自身の開発するソフトウェアの叩き台として第 4.4.2項に示したELFの「流れの数値
解析に関数 APIのサンプルプログラム」を選んでいた．このサンプルプログラムはカルマ
ン渦を題材にしているもので，キーボードによって流体シミュレーションの精度を変更する
ことができるものである．
このカルマン渦に関してインターネット上を調査したことで，J.J.は図 5.31に示すよう
なカルマン渦が対になって発生する現象に興味を持ち，これを再現するため二つの障害物を
上下に配置して密度場を可視化するソフトウェアをプログラミングしていた．
ただし，
 シーン: JJ2 中の会話で「再現したいと思っただけだ．まだ何も決まっていない」
と述べるように，この二対のカルマン渦を再現したソフトウェアを作品に直結させるつもり
は無かったようである．
しかし，障害物の大きさや位置，カラースキームをプログラミングして圧力場を深く観察
するうちに，圧力場が高低する様子に興味を持ち，これを心臓の鼓動に「見立て」たようで
ある．
 シーン: JJ3 中の会話にみられるように，この圧力場の高低，すなわち心臓の鼓動を増
やすために，J.J.はELFの関数 setAccurayHIGH();を用いて流体シミュレーションの精度
を「高精度」に指定していた．
最終的に，この「見立て」が J.J.の作品『Heart-beat』の着想に繋がった．この作品『Heart-
beat』は，圧力場の高低を心臓の鼓動に「見立て」ることで人々の流動を可視化した作品で
ある．
参加者Niki： 圧力に対する言語イメージを「転用」した シーン: NK1 に示すように，参加者Nikiは制作当初から日本のアニメ「機動戦士ガンダム
UC(ユニコーン)」(以下，ロボットと述べる)をテーマに選んでいた．この理由について尋
ねてみたところ，このロボットが飛行機や船舶のようにが空気抵抗を考慮して設計されてい
るのかどうかを知りたかったようである．もちろん潜在的な理由には，彼女が熱烈なロボッ
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図 5.31: J.J.が興味を持った二対のカルマン渦 :
トアニメファンであったということもあるだろう．
参加者Nikiは悪戦苦闘しながら流体シミュレーションソフトウェアをプログラミングし
ていた．これは，彼女の用いている一般的なパーソナル・コンピュータではロボット全身像
に詳細に流体シミュレーションを実行することは難しいからである．妥協案として，ロボッ
ト頭部のみに流体シミュレーションを実行することになったものの，
 シーン: NK4 に示すよう
に，これにも彼女は納得していなかった．
しかし，休憩時間を終えて彼女は，前述したロボットから敵軍に伝わる「威圧感の流れを
可視化する」というテーマを選び，順調にソフトウェアをプログラミングしていた．
このようなテーマを着想した理由について，間接的には
 シーン: NK4 に示すように彼女の隣
に席していたYangと C.S.の試みが参考になったこと考えられる．
より興味深い理由として，圧力に対する言語イメージを「転用」したことが考えられる．
Nikiは，流体の要素間に働く物理的な圧力のイメージを，ロボット間に働く圧力に転用した
のであろう．つまり彼女は，圧力場を「威圧場」と解釈したと考えられる．
参加者YangとC.S.： 彫刻から伝わる緊張感の発生源を「探求」した
一方，参加者Yang.とC.S.は，愛し合う男女が抱き合い接吻を交わす様子を表したFrancois-
Auguste-Rene Rodinによる彫刻『Eternal Springtime』(図 5.26)をテーマに選び，この彫
刻から伝わる緊張感 (tension)の発生源を探求しはじめた．
まず，この発生源として彼らが着目したのは，
 シーン: YC2 で「Rodin’s sculptures often
carry a sense of tension in his static pieces.」とあるように，「躍動感ある筋肉が静止してい
る」というこの彫刻の持つ不条理さである．
しかし，
 シーン: YC3 に示すとおり，参加者YangとC.Sは，彫刻『Eternal Springtime』周
: http://fuckyeahuiddynamics.tumblr.com/ (accessed 2017-10-02)に掲載されている画像を引
用した．
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りの流れをシミュレートするうちにこの発生源を彫刻の男性の膝下の部分に特定した．彼ら
は「(男性の膝下の部分は)男女の性的な部分を隠している．そこからは男女のフェロモンが
流れ出ている」と述べ，この彫刻『Eternal Springtime』の持つ緊張感は目に見えないフェ
ロモンであると考えたのである．
多くの参加者がELFを用いてソフトウェアを開発しながら作品テーマを決定した
前述したように，本研究では第一回ワークショップの結果より，クリエイティブプログラ
ミングのためのツールキットの評価項目のひとつとして「アイディエーション」を設けた．
この「アイディエーション」は，「ソフトウェアを開発しながら，徐々に作品テーマが決定
したかどうか」から，ツールキットを評価する項目である．
第二回ワークショップ参加者の作例や参加者の制作プロセスを分析したところ，多くの
参加者が ELFを用いてソフトウェアを開発しながら徐々に作品テーマが決定したと考えら
れる．
たとえば参加者 Paleyは，プール会場周りの流れをシミュレートするソフトウェアを開
発していくうちに密度場や速度場などの挙動を理解したと考えられ，こうした理解が，場を
プール会場のバリアとして利用するという作品テーマの「思いつき」に繋がった．また，カ
ルマン渦に興味を持った参加者 J.Jの制作プロセスに注目すると，彼は障害物の大きさや位
置，カラースキームをプログラミングして圧力場を深く観察するうちに，圧力場の高低を心
臓の鼓動に「見立て」，人々の流動を圧力場を用いて可視化した作品を制作した．さらに，日
本のアニメ中に登場するロボット周りの流体シミュレーションから着手した参加者 Nikiは
ソフトウェア開発に悪戦苦闘しつつも，圧力に対する言語イメージを「転用」したことで，
流体の要素間に働く物理的な圧力のイメージをロボット間に働く圧力に「転用」した作品
テーマを得ている．
このように，多くの参加者が ELFを用いたソフトウェアを開発しながら徐々に作品テー
マが決定したと考えられる．本研究では，「アイディエーション度」といったように数値化
することまでは至っていないが，上述したように参加者の作例や制作プロセスを分析したと
ころでは，ELFの「アイディエーション度」は概ね高いと考えられる．
作品テーマが変わらないケースもあった
一方で，作品テーマを初志貫徹した例もあり，上述した参加者 Yangと C.S.の制作プロ
セスがこれに当たる．彼らはソフトウェア開発当初から Francois-Auguste-Rene Rodin に
よる彫刻『 Eternal Springtime 』から伝わる緊張感の発生源を「探求」したが，最終的に
もこの緊張感をテーマをした作品を制作しており，作品テーマがソフトウェアを開発しなが
ら決定されたたわけではない．
しかし，参加者 Yangと C.S.も，独自の流体シミュレーションソフトウェアをプログラ
ミングしたという点では上述したPaleyなどの参加者と同様であり，評価項目アイディエー
ションからツールキットを評価することができない場合がある．よって，この評価項目「ア
イディエーション」を数値化するさいには，ソフトウェア開発時においてすでに参加者が作
品テーマを持っているか，持っていないかで場合分けする必要があるだろう．
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トライアンドエラー： ツールキットを用いたクリエイティブプログラミング時に，
パラメーターを調整しながら，ソフトウェアを開発したかどうか
本研究では，クリエイティブプログラミングに成功した第一回ワークショップ参加者に，
共通してみられたプロセスを煎じて，評価項目「トライアンドエラー」を設けた．この項目
は，「(ツールキットを用いたクリエイティブプログラミング時に)パラメーターを調整しな
がら，ソフトウェアを開発したかどうか」の観点からツールキットを評価する項目である．
本研究では，この評価項目「トライアンドエラー」について，第二回ワークショップ参加
者の作例や制作プロセスを分析することで，ELFの「トライアンドエラー度」が高いかどう
かを評価したい．
障害物の大きさや形を調整した
そこでまず，第二回ワークショップ参加者 J.J.の制作プロセスに注目すると，彼は障害物
の大きさや形を試行錯誤しながら調整していた．次のソースコード 5.3に示すように，この
試行錯誤の痕跡は彼の開発したソフトウェアのソースコードのなかに残っている．
ソースコード 5.3: J.J.のソースコード (一部)
1 for (int k=1; k<=4; k++) {
2 for (int j=0; j<1; j++) {
3 for (int i=0; i<4; i++) {
4
5 elf.setObstacle(10+i, 18+j, k);
6 elf.setObstacle(10+i, 19+j, k);
7 elf.setObstacle(10+i, 20+j, k);
8
9 ... 中略...
10
11 elf.setObstacle(56+i, 24+j, k);
12 elf.setObstacle(55+i, 25+j, k);
13 elf.setObstacle(54+i, 26+j, k);
14
15 ... 中略...
16
17 elf.setObstacle(110+i, 28+j, k);
18 elf.setObstacle(109+i, 29+j, k);
19 elf.setObstacle(108+i, 30+j, k);
20 }
21 }
22 }
論文の見易さを考慮して一部を中略したが，実際のところこのソースコード 5.3は約 80行あ
り，J.J.が試行錯誤なくしてこれを記述したとは考え難い．ましてやこのソースコード 5.3
のように，三重の for文のなかで障害物の大きさや形を調整するのは至難の業であり，彼は
何度も試行しながら，障害物の大きさや形を調整したと推察することができる．
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一方で，J.J.のようにプログラミングして障害物の大きさや形を試行錯誤するのではなく，
これを三次元 CGソフトウェアを用いて行う参加者も居た．ELFは 3Dモデルを変換して
障害物を指定する関数として setObstacleFrom3DModel();(この関数については，第 4.3.3
項を参照して欲しい)を実装している．そのため ELFでは，障害物となる 3Dモデルを三次
元 CGソフトウェア上で修正し，この 3Dモデルを障害物に変換することも可能である．
たとえば，2020年に開催される東京オリンピックのプール会場デザインを試みていた参
加者Paleyは，
 シーン: PA1 にみられるように，Rhinocerosを使って離散化したり，穴を開け
たりしてモデリングしたプール会場を上述の関数 setObstacleFrom3DModel();を用いて
障害物としていた．
彼女のように，障害物の大きさや形を調整するのに三次元 CGソフトウェアを用いた場
合，3Dモデルを変換して障害物を指定するELFの関数を用いたことには変わりないが，試
行錯誤のときに使ったのは ELFではなくて，三次元 CGソフトウェアである．
このことは，ELFの「トライアンドエラー度」が三次元CGソフトウェアよりも劣ることを
示していると考えられる．実際，弾丸の風洞実験を試みていた参加者Kennyは，
 シーン: KE3
に示すように，ELFの「流れ中の障害物に関するAPI」の不足を訴えている．このAPIの
改良については，今後の課題としたい．
カラースキームを調整した
次に，参加者 J.J.の制作プロセスに注目すると，彼はカラースキームを調整する ELFの
関数を用いて，テクスチャーの色を調整するのではなく，Adobe Photoshopを用いて直接
これを調整していた．ELFから生成されるテクスチャーは，.png形式の画像である．その
ため，このテクスチャーは Photoshopで読み込むことが可能で，通常の画像と同様に加工
することができる．参加者 J.J.は，圧力場のテクスチャーを Photoshopに読み込み，テク
スチャー中の指定色の彩度や明度を調整することで，圧力の高い部分と低い部分とを強調し
ていた．
しかし，先に述べたケースと同様に，ELF以外の，Photoshopのようなイラストソフト
ウェアを彼が使ったからといって，このことが ELFの「トライアンドエラー度」が，その
ような市販イラストソフトウェアよりも劣るわけではないと考えられる．
 シーン: JJ5 で J.J.
が述べるように，J.J.は，大まかなカラースキームの調整には ELFを用いていて，カラー
スキームを細かく調整するに Photoshopを用いている．つまり，これはソフトウェアの役
割の棲み分けの問題であって，他のソフトウェアを用いてカラースキームを調整したからと
いって，一概にそれが ELFの「トライアンドエラー度」が低いことを示していることには
ならないと考えられる．
多くの参加者がパラメーターを調整しながら，ソフトウェアを開発した
第二回ワークショップ参加者の制作プロセスを分析したところ，上述したように，参加者
は障害物の大きさや形を調整したり，カラースキームを調整したりしていた．また，参加者
の多くが，ソフトウェアを開発時に，速度場や密度場の吹き出し位置を調整していた．たと
えば，参加者 Paleyは，穴の開いたプール会場からそれらの場がはみ出るように，速度場や
密度場の吹き出し位置を調整していた．
本研究では，ELFの「トライアンドエラー度」について数値化することはできなかった
が，第二回ワークショップ参加者の作例や制作プロセスを分析したところ，ELFの「トライ
アンドエラー度」は概ね高いと考えられる．
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ただし， 前述した参加者 Paleyのように，ELFではなくて三次元 CGソフトウェアの
Rhinocerosを使ってパラメーターの調整するケースもあり，こうした市販ソフトウェアよ
りも ELFの「トライアンドエラー度」が劣る場合もあると考えられる．
リソース：　ツールキットを用いたクリエイティブプログラミング時に，ツールキッ
トのサンプルプログラムを叩き台として利用したかどうか
前述したように，本研究では，クリエイティブプログラミングに成功した第一回ワーク
ショップ参加者に見られた共通のプロセスを煎じて，評価項目「リソース」を設けた．この
項目は「(ツールキットを用いたクリエイティブプログラミング時に) ツールキットのサンプ
ルプログラムを叩き台として利用したかどうか」からツールキットを評価する項目である．
第二回ワークショップ参加者の多くが，第 4.4.1項に示した「場の三次元モデルをエクス
ポートするサンプルプログラム」を叩き台にしてソフトウェアをプログラミングしていた．
たとえば，参加者Paleyや J.J.，Kennyは凡例を表示するELFの関数 (第 4.3.1項)や，カ
ラースキームを指定する関数 (第 4.3.1項)を追加するかたちで，このサンプルプログラムを
改良した．前述したように，ELFには，「可視化のモードを切り替えるサンプルプログラム」
や「流れの数値解析に関する APIのサンプルプログラム」など，様々なサンプルプログラ
ムが同梱されている．彼ら第二回ワークショップ参加者は，このサンプルプログラムを断片
的にコピーアンドペーストしていた．たとえば彼らは，凡例を表示するソースコード (ソー
スコード 4.8を参照して欲しい)をコピーアンドペーストして，「場の三次元モデルをエクス
ポートするサンプルプログラム」に凡例を追加していた．
本研究では，評価項目「リソース」について「リソース度」というように数値化したわけ
ではないが，多くの第二回ワークショップ参加者が ELFのサンプルプログラムを叩き台と
して利用している様子を考察する限り，ELFのリソース度は高かったと考えられる．
ボキャブラリー：　ツールキットを用いたクリエイティブプログラミングを終えて，
ツールキットに関連する分野の専門用語を話したかどうか
前述したように，本研究では，クリエイティブプログラミングに成功した第一回ワーク
ショップ参加者に見られた共通のプロセスを煎じて，評価項目「ボキャブラリー」を設けた．
この項目は「( ツールキットを用いたクリエイティブプログラミングを終えて) ツールキッ
トに関連する分野の専門用語を話したかどうか」からツールキットを評価する項目である．
本研究では第二回ワークショップ最終日に実施した参加者によるプレゼンテーションを
振り返ると，開発した流体シミュレーションソフトウェアや作品コンセプトに関する口頭発
表の端々に，流体力学の専門用語が用いられていた．
参加者Anna：速度場と圧力場の発生位置の違いについて言及した
たとえば，参加者Annaはプレゼンテーション時に次のように述べ，
The whole idea is to combine two results from the simulation ‒ Velocity and
Pressure. The two simulator basically shows totally opposite in the simulating
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progress, and be able to create two match volume. The main part ‒ “trees”
came from Velocity simulation. The secondary part ‒ “oating” and the
“base”part is came from the pressure simulator.The base part is an interesting
accident from the beginning of the simulation, where the rst part of particles
coming up into the space.
速度場 (Velocity)と圧力場 (Pressure)の発生位置の違いについて言及していた．
このような違いがあるのは，彼女が空間の一方の壁付近に速度場を設定して，もう一方の
壁を壁境界に設定したためである．彼女の開発したソフトウェアを図 5.32に示す．このソ
フトウェアでは，画面左奥から手前に速度場が発生しており，この速度場の進行方向に障害
物が設定されている．そのため，図 5.33の (a)に示すように速度場は障害物を避けて通る部
分で強くなり紡錘形になるが，一方の圧力場は図 5.33の (b)に示すように障害物付近と壁
付近で停滞する．参加者Annaは，この速度場と圧力場の塊を高層ビルにデザインに応用し
た作品『Floating Tree』を発表した (図 5.33の (c))．
図 5.32: Annaの開発したソフトウェア．画面の左奥から手前方向に速度場が発生
している．一方の右奥には壁境界が設定されている．
多くの参加者がELFを用いたソフトウェア開発を終えて，場について話した
また，カルマン渦に興味を持った参加者 J.J.はプレゼンテーション時に次のように述べ，
From the default setting of Karman's vortex, it usually show that the pressure
fades away gradually and disappears at the end
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(a) 速度場 (b) 圧力場 (c) 被験者 Anna の作品
『Floating Tree』
図 5.33: Annaの作品『Floating Tree』．Annaは (a)速度場と (b)圧力場を重ねて，
(c)作品『Floating Tree』を制作した．
障害物の後方に進むほどカルマン渦の圧力場が減衰し，最終的には消失することについて言
及している．
弾丸の風洞実験を試みた参加者Kennyはプレゼンテーション時に，次のように述べて，
the air will be distort and create small spirals because of the emptiness behind
the bullets has no velocity and vorticity so that the force will be transferblack
to the back of the bullets.
弾丸後方へ伝わる力について触れている．彼によればこの力が伝わるのは，弾丸の後方に速
度場や渦度場が存在しないためである．
さらに，Francois-Auguste-Rene Rodinの彫刻『Eternal Springtime』の緊張感の発生源
を探求していた参加者Yangと C.S.は，次のように述べて
By using the uid simulation tools to visualise the invisible density, velocity
magnitude, pressure and vorticity generated by the twisted gesture, we would
be able to further reveal the dynamic beauty of the art.
この緊張感の発生源を探求するのに，目には見えない密度場や速度場，圧力場，渦度場を可
視化する流体シミュレーションが有効であったと語っている．
参加者Paley: 適切な周期境界について言及した
一方，
 シーン: PA4 で筆者から提案を受けたことで，参加者Paleyは流体シミュレーション
における周期境界について次のように発表している．
And since the design is symmetrical, the simulation can still be pretty accu-
rate.
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この発表に示されるように，Paleyはシミュレートする対象がシンメトリーの場合，周期条
件を設定することで精度が向上すると述べている．
このように，第二回ワークショップ参加者はプレゼンテーション時に，速度場，密度場な
どの場や境界条件について言及しており，「ボキャブラリー度」といったように数値化でき
るわけではないが，こうしたプレゼンテーション時の発表内容を考察すると，ELFの「ボ
キャブラリー度」は高かったと考えられる．
また，彼ら参加者は，ELFを用いてソフトウェアをプログラミングするうちに，このよ
うな流体力学の専門用語を体得したと考えられ，ELFは教育的な側面においても評価が高
いと考えられる．
ELFはクリエイティブプログラミングのためのツールキットとして有用である
第一回ワークショップではクリエイティブプログラミングに関する研究の定量的な評価手
法の確立を目指し，まず第一歩目としてクリエイティブプログラミングのためのツールキッ
トの評価項目を検討した．この評価項目は，上述した「アイディエーション」，「トライアン
ドエラー」，「リソース」，「ボキャブラリー」の四つである．
本項では，これらの評価項目に基づいて，第二回ワークショップ参加者の作例や制作プロ
セスを分析した．
この分析によると，総評としてELFはクリエイティブプログラミングのためのツールキッ
トとして十分に有用であると考えられる．
ただし本研究では，これらの評価項目それぞれについてツールキットの性質を数値で表し
て定量的に ELFを評価したわけではない．
こうした定量的評価を提案するためには，非常に長期間にわたる統計的な調査研究が必要
であり，今後の研究を待ちたい．
5.2.4 第二回ワークショップの考察
ELFの予期しない使い方
ELFは，速度場，密度場，圧力場，渦度場をテクスチャー付きの三次元モデルとしてエ
クスポートする関数がある．
テクスチャーの色を調整するには，これらの場の可視化に使用されているカラースキーム
を調整して流体シミュレーションを試行する必要がある (第 4.3.1項の「三次元モデルをエ
クスポートする関数」を参照して欲しい)．
このようなELFの使い方は，筆者の予想していたものである．実際，第二回ワークショッ
プにおいても，多くの参加者が，この筆者の予想通りにELFを使っていた．たとえば，弾丸
周りの風洞実験を試みていた参加者Kennyは，
 シーン: KE3 に示すように様々な場のカラー
スキームを調整していた．
ところが，参加者 J.J.は流体シミュレーションを試行してテクスチャーの色を調整する
のではなく，Adobe Photoshopを用いて直接これを調整するという裏技を用いた．ELFか
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ら生成されるテクスチャーは Photoshopに読み込むことが可能で，通常の画像と同様に加
工することができる．参加者 J.J.は，Photoshopに読み込んだ圧力場のテクスチャー中の指
定色の彩度や明度を調整することで，圧力の高い部分と低い部分とを強調していた．
「テクスチャーの色をPhotoshopで調整する」というこの裏技は，筆者のまったく予想し
ていなかったものである．テクスチャーは，流体シミュレーションによって生成された場を
転写したもので，このテクスチャーの色を人為的に加工すると，テクスチャーは物理的に正
確ではなくなる．筆者は ELFを構築するさいに，精度に幅を持たせて流体シミュレーショ
ンを実装したけれども，まさかシミュレーションの物理的正確性をまったく損なうような
制作プロセスを参加者が行うとはまったく想定していなかった．このような，「物理シミュ
レーションを破壊する行為」については後ほど改めて考察する．以下では先に，この裏技に
ついて考察を進めたい．
この裏技は，一種の時短テクニックだと考えられる．前述したように，ELFを「正しく」
使うと，テクスチャーの色を調整するにはカラースキームを調整して流体シミュレーショ
ンを何度も試行錯誤する必要がある．格子数や精度にも寄るが，この試行錯誤は時間を要す
る．テクスチャーの色を Photoshopで直接操作するというこの裏技は，試行錯誤の時間を
短縮し，カラースキーム調整を効率化することができる．
第二回ワークショップのなかでこの時短テクニックを閃いたのは参加者 J.J.のみであっ
たが，これは
 シーン: JJ5 や シーン: JJ4 に見られるように，彼がデュアルディスプレイ環境を
構築してまで，圧力場のカラースキームの試行錯誤に時間をかけて専念していたためだと
考えられる．そうして ELFの使い方に習熟したからこそ J.J.は流体シミュレーションには
時間を要するという ELFの潜在的な問題を解決する手法に注目することができたと考えら
れる．
この参加者 J.J.のケースは，ELFの使い方が固定されたものではなく，その使い方をユー
ザが独自に編み出す可能性があることを示している．それと同時に，このような独自手法の
発見に至るまでには ELFを使いこなす必要があることも，このケースは示している．ただ
し，ツールキットの習得には個々人で異なる．第二回ワークショップ中に，このような裏技
を発見したのが J.J.のみだったのは，そのためである．しかし，だからこそ今後も ELFを
用いたワークショップを開催する必要があるだろう．ELFの上級者が増えるほど，この時
短テクニックのような筆者の予想もしない ELFの裏技が発見される可能性が高まると考え
られるからである．
クリエイティブプログラミングのための物理シミュレーションツールキットの設計
指針
本研究では，第二回ワークショップを実施し，その参加者がクリエイティブプログラミン
グのための三次元流体シミュレーションツールキット ELFを用いてソフトウェアをプログ
ラミングする様子を観察した．
この考察を経て得られた知見には，たとえばクリエイティブプログラミングのための熱力
学シミュレーションツールキットや電磁気学シミュレーションツールキットなど，他の物理
シミュレーションツールキットを設計するうえでも応用が利くと考えられるものがある．
ここでは，第二回ワークショップ参加者の制作プロセスを考察しながら，このような物
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理シミュレーションツールキットの開発を試みる研究者に向けて，その設計指針を提案した
い．この物理シミュレーションツールキットの設計指針は，「物理的ではない変数を許容す
る」というものである．それが果たして物理シミュレーションなのかという疑問が生じるの
も当然であるが，この疑問についても以下の考察で答えていきたい．
前述したように，第二回ワークショップ参加者 J.J.は，圧力場の分布を転写したテクス
チャーの色をAdobe Photoshopを用いて調整していた．
テクスチャーは，流体力学の理論に基づき流体の振る舞いをシミュレートした結果の産物
であって，この色を人為的に加工すると物理的に正確ではなくなる．
つまり，こうした流体シミュレーションの結果を破壊する行為は，流体力学の理論をあえ
て破綻させる試みであると考えられる．では，この「流体力学の理論をあえて破綻させる行
為」には，どのような意義があるだろうか．物理学の理論をあえて破綻させる行為には全く
意義が無い，無価値であると考えている読者もいるかもしれないが，そうではない．
アーティストは，物理学の理論をあえて破綻させるようなソフトウェアをプログラミング
することがある [3][82]．ソフトウェアの世界では，その理論をそのままシミュレートするこ
とでもできるが，その理論を破綻させてシミュレートすることもできる [83]．アーティスト
が物理学の理論をあえて破綻させるのは，破綻した理論による「嘘」のシミュレーション結
果のほうがより真実を表現することもあるからである [84]．実際，「自然法則に反すること
をシミュレートしていたんだ」と述べたマービン・ミンスキーは，ミンストーキトロンとし
ても知られている作品「Tri-Pos （スリー・ポジション・ディスプレイ）プログラム」を創
作したが，この作品は薔薇や雪片などの自然物に良く似た形を表示することがある [83](図
5.34)．
図 5.34: ミンスキートロンによる雪片 :
: http://www.masswerk.at/minskytron/ (accessed 2017-10-02)に掲載されている画像より．
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また，サイエンティストも，物理学の理論をあえて破綻させるような計算を試みることが
ある．理論を破綻させることで，理論自体の矛盾や限界が明らかになる場合があるためであ
る [85]．たとえば，ゲッチンゲン大学の天文台長を務めた天体物理学者カール・シュワルツ
シルトは，あのアルベルト・アインシュタインの一般相対性理論の限界を探求し，ブラック
ホールの存在を示唆したことで知られている．
このように，「物理学の理論をあえて破綻させる行為」は，アートとサイエンスの両領域
で実際に試みられており，決して無価値なものではない．
アートの領域に注目すると，このような行為はむしろ積極的に求められている [86][87][88]．
たとえば，論文 [87]のなかで日本を代表するメディアアート研究者の草原真知子は次のよう
に述べて，物理学の理論をあえて破綻させる行為の芸術的価値について言及している．
現実をシミュレートする数式のパラメータをイマジナリーな数値に置き換えて
いったら，あるいは数式を変形させたり，論理的には正しいが現実とは位相を
異にする宇宙を作り上げていけば，それはシミュレーションとイマジネーショ
ンの接点である．
こうした「物理学の理論をあえて破綻させる行為」の重要性について，クリエイティブ
プログラミングのための物理シミュレーションツールキットの開発を試みる研究者は配慮す
べきだと考えられる．つまり，物理的ではない変数も許容する物理シミュレーションツール
キットが今後の研究者には求められていると考えられる．また，アーティストがツールキッ
トのソースコードを改変できるように，たとえばバイナリー形式にしたり暗号化したりする
のではなく，一般的なテキスト形式で公開するべきであると考えられる．
クリエイティブプログラミングツールキットの定量的評価実現に向けた提言
第一回ワークショップを通じ本研究では，クリエイティブプログラミングのためのツール
キットの評価項目として「アイディエーション」，「トライアンドエラー」，「リソース」，「ボ
キャブラリー」の四つの項目を検討した．
これらの評価項目について，たとえば「アイディエーション度」や「トライアンドエラー
度」といったようにツールキットを定量的に評価する手法を提案するためには長期に及ぶ統
計的な調査研究が必要である．本研究はそこまでは至らなかったが，第二回ワークショップ
参加者の作例とその制作プロセスを分析し，それぞれの評価項目が高いのか低いのかを考察
することで ELFを評価した．
しかし，このような統計的な研究においてもツールキットユーザの作例とその制作プロセ
スの特徴を数値化するうえでワークショップを実施する必要があり，本研究で実施したワー
クショップの経験は大いに参考になるだろう．
そこで以下では，こうした将来研究に対して，本研究のワークショップ経験から得られた
知見をもとに提言したい．
ワークショップ会場外における参加者の制作プロセスを観察することは難しい
第二回ワークショップでは，休憩時間を含めて参加者の制作プロセスを観察した．これ
は，アーティストがソフトウェアを開発するプロセスにソースコードを記述している間のみ
ではなく休憩時間中の仲間や友人との会話も含まれるからである．
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一方で，参加者のプライバシーを尊重するため，ワークショップ会場外における参加者の
行動は観察することができなかった．たとえば，食事中の会話や，毎回のワークショップを
終えて帰宅した後の行動について，本研究では観察していない．
しかし，このようなプライバシー上の問題で観察することができなかった状況のなかで，
クリエイティブプログラミングを進めるワークショップ参加者もいた．
たとえば参加者Michaelは，ワークショップ中ではなく，自宅に帰ってからソフトウェ
アをプログラミングしていたようである．実際，第二回ワークショップ終了後に，筆者が
Michaelに質問したところ，彼は自宅で日本のレトロゲーム『スペースインベーダー』を遊ん
でいたところ突然アイデアを閃いて，そのまま自宅でソフトウェアを開発したと述べていた．
このソフトウェアは，『スペースインベーダー』中に登場する二次元キャラクターをMaya
を用いて三次元化し，その周りの渦度場をエクスポートするというものである (図 5.35)．ま
た，プレゼンテーション時において彼は，この『スペースインベーダー』をテーマにした作
品『INVADERS』を発表した (図 5.36)．
図 5.35: Michaelの開発したソフトウェア
この参加者Michaelのケースは，ワークショップ参加者がワークショップ会場外でソフト
ウェアをプログラミングする場合があることを示唆している．
そこで，ワークショップ会場外の参加者の制作プロセスをどのように観察するかが，将来
研究の課題になってくると考えられる．第二回ワークショップの経験のみから考えれば，10
人に 1人程度はワークショップ外でソフトウェアを開発する可能性があることを示唆してお
り，この確率は統計的な調査を進めるうえで無視することはできない．
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図 5.36: Michaelの作品『INVADERS』
ひとつの解決策として，参加者にGoProなどのウェアラブルなカメラを参加者に装着さ
せる手法が考えられる．ただし，プライバシー上の問題は依然として残ったままなため，こ
うした手法をワークショップに用いるためには，事前に参加者から許可を取る必要がある．
ツールキットがワークショップ終了後にも参加者のクリエイティブプログラミングに貢献し
ているかどうか
第二回ワークショップを終えて数日経った 2016年 6月 21日，参加者Kritから次に示す
メール 5.4がメールにて寄せられた．
メール 5.4: Kritからのメール
Dear Akitosan,
I'm Krit. Hope you are going well.
I have a problem with your library. When I import the obstacle, it
didn't import properly. They are rotate, mirror and lose some
polygon. I tried to fix it but it doesn't work anymore. Could you
figublack out for me, please.
Best,
Krit
前述したように，この質問は第二回ワークショップを終えてから送られてきており，参加
者Kritがワークショップ終了後も自身の創作活動のなかにELFを使おうとしていることが
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メールの文面から分かる．
この参加者Kritのような，ワークショップ終了後にELFを自身のクリエイティブプログ
ラミングに用いる参加者は他にも居た．たとえば，2016年 6月 19日には，参加者の Ivyか
ら次に示す質問 5.5が筆者に寄せられた．
メール 5.5: Ivyからのメール
Hello Akito,
thank you for your reply.
I also had a question I was working with the script trying to import
more complex geometry in but the "importObject" function in ELF.pde
has the voxelizer on so its making everything cubes which is
destroying all of the geometry.
Is there a way to not user voxelizer and just use the stl file as
the object. I was able to write the import command for the shape and
it imports into proccessing fine but im not sure how to rewrite
this part in elf to make the geometry become the obstacle
Thank you for your help again and sorry for bothering you.
Best
Ivy
この参加者 Ivyからのメール 5.5もまた，上述した参加者 Kritからのメールと同様に，
ワークショップ終了後にも継続して ELFを使用していることを示している．
このようなワークショップ終了後の参加者からのメールから，ELFがワークショップ終了
後にも参加者のクリエイティブプログラミングに貢献していると考えられる．クリエイティ
ブプログラミングを支援する様々なライブラリやツールキットが現在公開されているが，こ
うした既存のクリエイティブプログラミングライブラリやツールキットの仲間に ELFが加
入 (ジョイン)したと考えられる．
クリエイティブ・ファクター
こうした「ワークショップ終了後のツールキットの創作活動貢献度」から，ツールキット
を定量的に評価することも可能だと考えられる．
しかし，その定量的評価は，「ワークショップ終了後」という期間に具体性が無いため難
しい．たとえば，ワークショップ一ヵ月後までのツールキットの貢献度を数値化すればいい
のか，一年後までのツールキットの貢献度を数値化すればいいのかは，判断の難しい問題で
ある．実際，本研究では第二回ワークショップ終了後の一年後にも，参加者Annaから次に
示すメール 5.6が筆者に届いており，何年後までを数値化する対象期間として定めれば良い
のかは本研究からは分からなかった．
第 5章 ワークショップを通じた ELFの評価 144
メール 5.6: Annaからのメール
Dear Akito-san,お久しぶりです。
This is Anna from SAI-ARC Japan studio last summer.
Long time no see and Wish you had a great year!
Sorry for write to you all the sudden. Hope this email will not
bother you too much :)
I am now helping John Bohn producing an new energy study for a human
body and heading a dead line to the mid July.
I want to try on the fluid code that you and Wakita-san taught us
last summer for the simulation, however I am wondering if there is
any updates or changes for the code and library.
Would you please help me out from this when and if you are available
? :)
All the best,
Anna
自然科学の分野に目を向けると，過去 3年分の被引用回数を元に算出された「インパク
ト・ファクター」が学術雑誌の影響度を測る指標として広く用いられている．
「ワークショップ終了後のツールキットの創作活動貢献度」の定量的評価手法の提案にあ
たっても，この「インパクト・ファクター」を参考にすると良いと考えられる．つまり，こ
の「インパクト・ファクター」と同様に，ツールキットの過去３年分の被利用回数をもとに
「クリエイティブ・ファクター」を算出することで，「ワークショップ終了後のツールキット
の創作活動貢献度」を定量化することができると考えられる．
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第6章 議論と考察
6.1 クリエイティブプログラミングのためのGPUプロ
グラミング言語
パーソナル・コンピュータの排熱と流体シミュレーションに関する問題
本研究で開発した流体シミュレーションツールキットELFは，GPU(Graphics Processing
Unit)を用いていないため処理速度が遅いという問題がある．
ELFのGPU対応については本研究の今後の課題として対応していく必要があるが，GPU
対応したところでこの処理速度の問題が根本的に解決されるわけではない．
これは，一般的なアーティストが使用するパーソナル・コンピュータは排熱効率が低く，
内蔵GPUの発する熱が流体シミュレーションの処理速度を低下させるからである．流体シ
ミュレーションは負荷が高いため，処理速度を改善していく上で，使用するパーソナル・コ
ンピュータの排熱効率を無視することができない．しかし，パーソナル・コンピュータ自体
は小型で，排熱効率の将来的向上にも限界があると考えられる．
そこで以下の議論ではまず，パーソナル・コンピュータと，それとは別にGPUを搭載し
たハードウェアとを併用する方法から検討していきたい．
eGPU
このようなGPUを搭載したハードウェアのひとつに，eGPUがある．eGPUとは，外付
けの (externalな)GPUのことである．
流体シミュレーションにおける eGPU の利用はまだ主流とは言い難く，eGPU 自体も
Alianwareや Razorといった一部のメーカーしか取り扱っていないが，パーソナル・コン
ピュータと eGPUを併用することで，流体シミュレーションの処理速度を改善することが
できる．
見えないスパコン
また，GPUを搭載したハードウェアの別例として「見えないスパコン」がある．「見えな
いスパコン」とは，多数のGPUを搭載したスーパーコンピュータのクラウドサービスであ
る．たとえば，AmazonはEC2(Elastic Compute Cloud)と呼ばれるクラウドサービスを通
じて，このスーパーコンピュータの計算資源を貸出している．
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パーソナル・コンピュータと「見えないスパコン」を併用した流体シミュレーションは現
在主流になりつつあり，その処理速度を改善する方法として有効である．
eGPUや「見えないスパコン」の問題
eGPUや「見えないスパコン」など，GPUを搭載したハードウェアは流体シミュレーショ
ンの処理速度を改善するのに有効である．
しかしながら，これらのGPUを搭載したハードウェアはクリエイティブプログラミング
のための流体シミュレーションに適していない．
なぜなら，こうしたハードウェアに対するGPUプログラミング言語の文法が，アーティス
トにとって利用しにくい難解なものだからである．たとえばGLSL(OpenGL Shading Lan-
guage)やOpenCLなど，既存のGPUプログラミング言語はProcessingや openFrameworks
のプログラミング言語のようにアーティストが利用し易い直観的な文法ではない．そのた
め，多くのアーティストがGPUを搭載したハードウェアの性能を活かしきれない．
アーティストのためのGPUプログラミング文法の提案
そこで今後の研究者には，「クリエイティブプログラミングのための GPU プログラミ
ング言語の提案」が期待されている．この GPUプログラミング言語の開発にあたっては，
Processingや openFrameworksなど既存のクリエイティブプログラミング環境のなかで多
くのアーティストが用いている直観的なプログラミング言語の文法が参考になると考えら
れる．
そしてこの新たな GPUプログラミング言語を用いた流体シミュレーション APIを設計
する際には，ELFのAPI設計が非常に有用だと考えられる．
6.2 クリエイティブプログラミングの教育に関する議論
筆者の経験したエピソード
流体シミュレーションには場指向のマインドセットが通底している．場指向のマインド
セットとは「場の分布を，空間を格子状に分割して考える」というマインドセットのことで
ある．
筆者は，この場指向のマインドセットがアーティストに普及していないと考えている．実
際，本研究の第一回・第二回ワークショップにさいして，場指向のマインドセットについて
あらかじめ知識のある参加者は居なかった．また，このマインドセットに関する記述はクリ
エイティブプログラミングのバイブル的な教科書『GENERATIVE DESIGN』[80]や『ジェ
ネラティブ・アート―Processingによる実践ガイド』[43]にも見られない．さらに，『アー
トのための数学』[81]にもこのマインドセットに関する記述は見られない．
しかし，この考えについて筆者が登壇発表したところ，クリエイティブプログラミング
に精通する教員から「場指向のマインドセットはアーティストに普及している」と反論を
賜った．
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場指向のマインドセットはアーティストに普及していない
たしかに，場指向のマインドセットがアーティストに
、
　ま
、
　っ
、
　た
、
　く普及していないわけではな
く，たとえば，木元圭子は次のように述べている [89]．
面白いのは平面上のすべての点に速度があるということだ（平面の全ての点に
ベクトルがあるのでベクトル場という)．この平面のどこかに点を置くと，その
位置にあるベクトルに沿って点は動いていく．ベクトル場がまずあり，点はそ
れに沿って動いていく．ベクトル場をつくることが，点群の動きを生み出す．
ただし，これはアーティストが場指向のマインドセットについて記述した稀な例で，一部
のアーティストが記述したからと言ってこのマインドセットがアーティストに普及している
とは言えない．
では，なぜクリエイティブプログラミングに精通する教員が場指向のマインドセットが
アーティストに普及していると考えたのか，これが本議論の最初の焦点である．
教員と学生との間で数学や物理，場指向のマインドセットの理解に隔たりがある
東京藝術大学や多摩美術大学など，芸術を専門とする大学 (以下，芸術系大学と述べる)
では，絵画や彫刻，音楽など伝統的な芸術教育を推進する一方で，クリエイティブプログラ
ミング教育にも注力している．たとえば多摩美術大学では，久保田晃弘や中村勇吾などのク
リエイティブプログラミングの名手が教員を務めている．
クリエイティブプログラミングを教える芸術系大学の教員にとって，場指向のマインド
セットは当然のことである．これは，教員が理系大学出身で，母校の理系大学において数学
や物理の様々な局面で現れる偏微分方程式を学びながら場指向のマインドセットを理解して
きているからである．
しかし，クリエイティブプログラミングを学ぶ芸術系大学の学生にとって，場指向のマイ
ンドセットは当然のことではない．芸術系大学は作品の創作を通じた実践的なカリキュラム
を重視する傾向が強く，数学や物理など理論の座学をカリキュラムに組み込むことがめった
にないためである．そのため，芸術系大学の学生が場指向のマインドセットに触れる機会は
少ない．
このように，現状の芸術系大学では，その教員と学生との間で数学や物理，場指向のマイ
ンドセットの理解に隔たりがある．
芸術系大学のカリキュラムの問題
こうした現状を悪化させているのは芸術系大学のカリキュラムに問題がある．
芸術系大学の学生が数学や物理の知識を自主的に学ぶ必要性は薄い．前述したように，芸
術系大学では作品の創作を通じた実践的なカリキュラムを重視する傾向が強い．学生の立場
からすると「とにかく動く」プログラムを創作するためにわざわざ遠回りして数学や物理の
知識から学ぶ必要はない．それらの知識が無くても学生は，数学や物理に関連するクリエイ
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ティブプログラミングツールキットを利用することで，「とにかく動く」プログラムを創作
することができる．
もしかすると芸術系大学は「作品創作を通じて理論を実践的に独学せよ」と，学生に期待
しているのかもしれない．しかし，既存の理系大学のカリキュラムが証明しているように，
こうした理系分野の知識は教員が体系的に教える必要がある．
アーティストを育てたのは芸術系大学ではない
だから残念ながら，芸術系大学の学生が，数学や物理に関連するクリエイティブプログラ
ミングツールキット自体を
、
　開
、
　発することは難しい．．
現在，こうしたツールキットを開発しているアーティストは，芸術系大学出身者ではなく
て理系大学出身者が多いのである．たとえば，Rhizomatiksを率いる真鍋大度や，チームラ
ボを率いる猪子寿之など，日本を代表するメディア・アーティストは理系大学出身である．
つまり，数学や物理に関連するクリエイティブプログラミングツールキットを開発する
アーティストを育てたのは理系大学で，芸術系大学ではない．
こうしたアーティストを育てるために，芸術系大学は，物理や数学といった理系分野を学
ぶカリキュラムを用意する必要があるのではないだろうか．過去に，芸術系大学バウハウス
の設立者モホリ・ナギも，芸術系学生が物理や数学を学ぶ必要性を訴えている [78]．
アーティストとサイエンティストの共通言語
芸術系大学のカリキュラムに理系分野を取り入れるべきだという筆者の主張は，アーティ
ストがサイエンティスト同様の知識を持つべきだということでは
、
　な
、
　い．
もちろん理想的には持つべきであるが，まずアーティストは，サイエンティストとベース
となる言語から共有すると良いと考えられる．同様の意見を，大泉和文は次のように述べて
いる [10]．
重要なのは，科学と芸術（理系と文系）の言語の壁を問題としてコミュニケー
ションの限界とせずに創出したいというモティベーションこそが人間の存在基
盤と信ずる姿勢である．
しかし，前述したように現在の芸術系大学では，学生と教員との間で数学や物理の理解に
隔たりがあるため，彼らの間で理系分野に関する言語が共有されていない．
芸術系大学という教育現場で，このような理系分野に関する言語の非共有が起こっている
ことは非常に嘆かわしい．Charles Percy Snowが次のように指摘しているように [90]，芸術
系大学の学生と教員との間で敵意と嫌悪が沸いているとは信じ難いが，お互いの数学や物理
の知識の習熟度に関しては理解が不十分だと考えられる．
文学的知識人を一方の極として，他方の極には科学者，しかもその代表的な人物
として物理学者がいる．そしてこの二つの間をお互いの無理解，ときには（若
い人たちの間では）敵意と嫌悪の溝が隔てている．だが，もっとも大きいこと
は，お互いに理解しようとしないことだ．
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芸術系大学の学生も数学や物理の言語を学ぶべきであって，まずは数学や物理の言語から
芸術系大学の教員が教えるべきである．たとえば，Snowも「物理学のいくつかのことばの
理解が二十世紀に共通な文化の一部とならなければならない [90]」と指摘している．
そこで，芸術系の学生が数学や物理の言語を学ぶためのカリキュラムが，既存の芸術系大
学のカリキュラムと調和するかたちで必要である．つまり，作品創作を通じて数学や物理の
言語を学ぶカリキュラムが必要なのである．
数学や物理の言語を，作品創作を通じて学ぶための教材
数学や物理のうち流体力学に注目すると，ELFは流体力学の言語を作品創作を通じて学
ぶための教材として有用である．これは，本論文の第 5に前述したように，ELFを用いた
流体シミュレーション作品創作を通じて学生である参加者が速度場や圧力場，渦度場などい
くつかの流体力学用語を理解したと考えられるからである．
しかし一方で，電磁気学や熱力学など，その他の理系分野の言語を作品創作を通じて学
ぶための教材は現状として不十分で，今後の研究者にはそういった教材の開発が期待されて
いる．たとえば，「クリエイティブプログラミングのための電磁気シミュレーションツール
キット」や「クリエイティブプログラミングのための熱力学シミュレーションツールキット」
の開発が今後の研究者に期待されている．
6.3 クリエイティブプログラミングの将来に関する考察
藤幡正樹による予言
コンピュータ・グラフィックスに特化したクリエイティブプログラミング開発環境 Pro-
cessing(2001年)は，1999年にジョン前田が発表した「Design By Numbers」[7]が原型に
なって誕生した．
この「Design By Numbers」が発表された 1999年 (Processing誕生の 2年前)，藤幡正樹
は次のように述べて Processingの登場を予言している [91]．
アップル社のマッキントッシュのようなコンピュータからここへやってきた人
たち，とくにデザイナーのように線を引いたり色を塗ったりする道具としてこ
れに接している人たちにとっては，いわゆる「コンピュータ言語」なんてどう
でもいいわけだが，その代わりに，その使用においては，新しい図形操作のた
めのルールのようなものが生まれつつあるとも言える．
そこで筆者も以下の議論を通じて，藤幡正樹と同様に新たなクリエイティブプログラミン
グ開発環境の登場を予言したい．
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スケッチと物体指向のマインドセット
Processingを開発したCasey Reasは，プログラミングを \スケッチ（Sketch)"と呼んで
いる．\スケッチ"とは「アーティストが，発想のためにプログラムを用いて物体の形状を
モデリングする手法」である．たとえば，Lispプログラマーのポール・グレアムは \スケッ
チ"について次のように述べている [92]．
他のものを創る人々，画家や建築家がどうやっているかを見れば，私は自分の
やっていることにちゃんと名前が付いていると気付いていただろう．スケッ
チだ．
また，久保田晃弘は \スケッチ"について次のように述べている [5]．
スケッチすることで，短時間にいろいろなバージョンを作ったり，特定のアイ
デアを発展させたりします．スケッチして実際に作ってみると，漠然としてい
たアイデアが明確になります．
Processing誕生から約 15年が経ち，この \スケッチ"と並行して \スケッチ"に必要なマ
インドセットもアーティストに普及してきている．このマインドセットは「物体の形状を頂
点，稜線，面に分解して考える」というマインドセットで，コンピュータ・グラフィックス
に通底しているものである．
本論文では，この「物体の形状を頂点，稜線，面に分解して考えるという，コンピュー
タ・グラフィックスに通底するマインドセット」を物体指向のマインドセットと呼ぶことに
する．
筆者は，この物体指向のマインドセットがいま，アーティストによる実世界の解釈にも
影響を与えていると考えている．このマインドセットによってアーティストは，たとえば椅
子や机，建物，動植物など，目で見えて手で触れることができる実際の物体の形状を，コン
ピュータ・グラフィックスのように頂点と稜線，面に分解して捉えているのではないだろ
うか．
デッサンと場指向のマインドセット
一方で，流体シミュレーションには「場の分布を，空間を格子状に分割して考える」とい
う場指向のマインドセットが通底している．たとえば流体シミュレーションでは，速度場や
圧力場，渦度場の分布を空間を格子状に分割して考えている．
前章で述べたように，本研究で実施した第一回・第二回ワークショップ参加者の多くが場
指向のマインドセットを通じて場の分布を観察し，それらの場から発想を膨らませたと考え
られる．
この参加者が実践したような，「アーティストが，発想のためにプログラムを用いて流体
シミュレーションの場の分布をシミュレートすること」を，筆者は \デッサン (Dessin)"と
名づけたい．
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スケッチ (Sketch)とデッサン (Dessin)
\デッサン"は，前述した \スケッチ"と，手法とマインドセット，作画行為の三つの側面
で異なっている．
\デッサン"はアーティストがアイデアを発想するために，流体シミュレーションの場の
分布をシミュレートする手法であり，このシミュレーションには「場の分布を，空間を格子
状に分割して考える」という場指向のマインドセットが必要である．また，\デッサン"は
本来，鉛筆を寝かせて持ち，場の分布を濃淡によって描く作画行為のことである．
一方，\スケッチ"はアーティストがアイデアを発想するために，物体の形状をプログラ
ミングする手法であり，このプログラミングには「物体の形状を頂点，稜線，面に分解して
考える」という物体指向のマインドセットが必要である．また，\スケッチ"は本来，鉛筆を
立てて持ち，物体の形状を輪郭線によって描く作画行為のことである．
筆者による予言
この \スケッチ"に特化したクリエイティブプログラミングの開発環境が 2001年に誕生
した Processing であり，この 2001 年は，1992 年に公開された OpenGL(Open Graphics
Library)によってコンピュータ・グラフィックスが市民へ普及し始めてから約 10年後のこ
とである．
しかし，Jos Stamの発表した Stable Fluids[36][37]が契機になって流体シミュレーショ
ンが市民に普及し始めて 10年経っても，\デッサン"に特化したクリエイティブプログラミ
ングの開発環境はまだ存在していない．
筆者は将来，この \デッサン"に特化したクリエイティブプログラミングの開発環境が誕
生するだろうと予想している．そこで，藤幡正樹に倣って次のように予言したい．
アップル社のマッキントッシュのようなコンピュータからここへやってきた人
たち，とくにデザイナーのように線を引いたり色を塗ったりする道具としてこ
れに接している人たちにとっては，いわゆる「コンピュータ言語」なんてどう
でもいいわけだが，その代わりに，その使用においては，新しい場操作のため
のルールのようなものが生まれつつあるとも言える．
また，本研究で開発した ELFはあくまでクリエイティブプログラミングのための三次元
流体シミュレーションツールキットであり，\デッサン"に特化したクリエイティブプログラ
ミングの開発環境にまでは及んでいない．ELFは \スケッチ"に特化したクリエイティブプ
ログラミングの開発環境 Processing上で動作する一つのツールキットに過ぎない．\デッサ
ン"に特化したクリエイティブプログラミングの開発環境の提案は今後の研究を待ちたい．
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7.1 まとめ
本論文では，クリエイティブプログラミングのための三次元流体シミュレーションツール
キット ELF(Educational Library for Fluid)を構築し，有効性を検証した．
第 1章では，本研究の背景としてクリエイティブプログラミングのためのライブラリや
ツールキットの現状と問題について共有し，この問題に対する本研究の手法について述べた．
第 2章でははじめに，クリエイティブプログラミングの歴史について整理した．つぎに，
既存のクリエイティブプログラミングのためのライブラリやツールキットの事例について
述べ，本研究と比較した．さらに，クリエイティブプログラミングの応用分野としてジェネ
ラティブ・アートとアルゴリズミック・デザインを取り上げ，本研究の位置付けについて示
した．
第 3章では，ELFの理論的背景について説明した．この章でははじめに，流体の支配方程
式について説明し．つぎに，この方程式を数値的に解析する手法について説明した．また，
解析結果を可視化する手法についても説明した．
第 4章では，ELFのシステム構成やELFを用いたシンプルな三次元流体シミュレーション
のプログラムの例について示した．また，ELFのAPI(Application Programming Interface)
について詳細に説明し，ELFに同梱されている③プログラムについて述べた．さらに，ELF
のパフォーマンスについても検討した．
第 5章では，ワークショップを通じて ELFを評価した．クリエイティブプログラミング
のためのツールキットの評価項目が現在のところ確立されていないため，本研究では第一回
ワークショップを実施し，まず，ツールキットの評価項目について検討した．さらに第二回
ワークショップを実施し，この評価項目に基づいて，参加者の作例や制作プロセスを分析す
ることで ELFを評価した．
第 6では，クリエイティブプログラミングのためのGPUプログラミング言語や，クリエ
イティブプログラミングの教育，将来に関する議論・考察を展開した．
本研究を終えてELFは，GPUに対応していないためパフォーマンスに改善の予知がある
ものの，クリエイティブプログラミングのためのツールキットとして有用性が示唆された．
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7.2 今後の展望
7.2.1 ELFの今後の展望
ここでは，本研究で開発したクリエイティブプログラミングのための三次元流体シミュ
レーションツールキット ELFの今後の展望について三点述べたい．
ELF独自のGPUプログラミング言語の開発
今後，本研究では，ELF独自のGPUプログラミング言語を開発していく予定である．現
状のGPUプログラミングの文法は難解なため，アーティストがGPUを搭載したハードウェ
アの性能を活かしきれていない．そこで，Processingや openFrameworksのように，既存の
クリエイティブプログラミング開発環境でアーティストに広く親しまれているプログラミン
グ言語の文法を参考にして，アーティストのためのGPUプログラミング言語を ELFに取
り入れて追加開発していく予定である．
ELFを用いたワークショップの実施
今後，本研究では，ELFを用いたワークショップを実施する予定である．このワークショッ
プの目的は芸術系の学生が流体力学の言語を学ぶためで，「第 6章　ワークショップを通じ
た ELFの評価」に述べたように，ELFは流体力学の言語を作品創作を通じて学ぶための教
材として有用である．
ELFの公開
今後，本研究では，ELFを一般に公開する予定である．現状の ELFには，APIに関する
ドキュメント，チュートリアル，それを掲載するホームページが準備できていない．それら
を早急に整備して一般に公開し，ELFがより多くのアーティストの創作活動に活用される
ことを期待したい．
7.2.2 クリエイティブプログラミングの今後の展望
目で見えず手で触れることができない場
「数によるデザイン (Design By Numbers)」の後継で，始祖的なクリエイティブプログラ
ミングの開発環境でもある Processing(2001年)が提案されてから十余年が経った．
Processingの提案者Casey Reasが唱えた「発想のために物体の形状をモデリングする手
法 (\スケッチ")」は創作の基本姿勢のみならず，アーティストの実空間の解釈にも影響を与
えている．
現在のアーティストは，たとえば椅子や机，建物，動植物など，目で見えて手で触れるこ
とができる実空間の物体の形状を，コンピュータ・グラフィックスのように頂点と稜線，面
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に分解して解釈していると考えられる．昨今登場した実空間の物体を入出力する 3Dスキャ
ナーやプリンターは，アーティストのこうした解釈をより強固なものにしている．
しかし，われわれの生きる実空間には，目で見えて手で触れることができる物体だけでは
なく，目で見えず手で触れることができない場が存在している．
Design By Simulation
このような目で見えず手で触れることができない場を発想のためにシミュレートする手
法 (\デッサン")について，本研究は流体シミュレーションを例に取り組んだといえる．
本研究のなかで開発した ELFはクリエイティブプログラミングのためのツールキットで
あり開発環境とはいえないが，将来的には \デッサン"に特化した，クリエイティブプログ
ラミングのためのまったく新しい開発環境が誕生するだろう．
Processingの誕生にあたって「数によるデザイン (Design By Numbers)」が原型となっ
たように，この \デッサン"に特化したクリエイティブプログラミングのための開発環境に
も原型が必要かもしれない．
その原型はきっと「シミュレーションによるデザイン (Design By Simulation)」と呼ばれ
ることになるだろう．
目で見えて手で触ることができる形状の「数によるデザイン (Design By Numbers)」か
ら端を発したクリエイティブプログラミングは，今後，目で見えず手で触れることができな
い場の「シミュレーションによるデザイン (Design By Simulation)」する段階へ大きく転換
していく．本研究がこの大転換のきっかけになれば筆者の至上の喜びである．
7.3 エクス・デザインの将来像
本論文を終わるにあたって最後に，筆者の母校である慶應義塾大学 湘南藤沢キャンパス
エクスデザイングループ (X Design．以下，XDと略記する)の将来像について述べたい．一
部，第 6.2項と重複するが，この項は筆者の母校での体験を踏まえる．
クリエイティブプログラミングの最先端教育機関
筆者がXDに入学した 2009年頃，XDではクリエイティブプログラミングが注目を集め
ていた．
筆者は，当時のXDをクリエイティブプログラミングの最先端教育機関であったように記
憶している．Processingや openFrameworksなどのクリエイティブプログラミングの開発
環境は公開されたばかりであったが，XDにはそれらを用いた先進的なカリキュラムが用意
されていたからである．
クリエイティブプログラミングに関して世界でも最先端の教育を受けることができたわ
れわれXDの学生 (以下，XD生)は，SIGGRAPHや文化庁メディア芸術祭などの様々な学
会や芸術フェスティバルで目覚しい成果を残してきた．
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クリエイティブプログラミング中毒者
しかし，こうした華々しい成果を残す一方で，われわれXD生は \数学や物理の理論"か
らは故意に目をそらしてきたのである．
もちろんわれわれXD生は，数学や物理の理論を体得せずにそれらのライブラリやツール
キットを利用していることに対して，後ろめたさを感じていた．
この後ろめたさは，数学や物理の理論を学ぶカリキュラムを受講しても消えなかった．こ
うしたカリキュラムは
、
　純
、
　粋
、
　に数学や物理の理論を学ぶために用意されていて，実習を通じて
理論をクリエイティブプログラミングに結実させるところまでは至らなかったからである．
結局，われわれXD生はライブラリやツールキットの呪縛からは逃れられず，「(それらを
用いてではあるが)一応動くソフトウェア完成した」という腑に落ちない達成感を得ること
で，この後ろめたさを紛らわせてきたのだと思う．
そしていよいよこの後ろめたさも，数学や物理の理論よりも，それらに関連するライブラ
リやツールキットの使い方を重点的に説明するという，ハウツー的なXDのカリキュラムを
受講するなかで麻痺してしまった．
気付けばXD生は，ライブラリやツールキットを利用しなければソフトウェアを開発する
ことができない「クリエイティブプログラミング中毒者」になってしまったのではないだろ
うか．
アート・サイエンティスト
教育機関としてのXDの目的は，数学や物理に関連したライブラリやツールキットを使う
ばかりのクリエイティブプログラミング中毒者の養成では
、
　な
、
　い．
「使う」だけではなくて，Allan Kayが次のように述べるように [5]，
あるメディアを”読む”能力とは，他の誰かが作った素材とツールを使えるこ
とを意味します．あるメディアで”書く”能力とは，他の誰かのために素材と
ツールを作り出せることを意味します．読み書きできる人になるには、両方の
能力を獲得しなければなりません。
アーティストのために，数学や物理に関連したクリエイティブプログラミングライブラリ
やツールキットを「作り出せる」人材，すなわちアーティストとサイエンティストのハイブ
リッドとしての「アート・サイエンティスト」の養成がXDの目的だったはずである．
現在のXDのハウツー的なカリキュラムは，数学や物理の理論の説明が希薄だという点に
おいてアート・サイエンティスト養成には不十分であり，あくまで初級編として位置づけな
ければならない．
XDは今後，アート・サイエンティストを養成するために，数学や物理の理論の解説から
始まり，作品の創作を通じてこの理論をクリエイティブプログラミングに結実させる中上級
編カリキュラムを増設する必要がある．
筆者は，恐縮ながらXD生を代表し，この場を借りて申し上げたい．このような中上級編
カリキュラムの増設は，XD生の誰もが切実に期待している．
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新しい \エックス"
著書『The Plenitude』[93]によれば，創造的な人間の職能には，デザイナー，エンジニ
ア，アーティスト，サイエンティストの四つの種類がある．
これまで，XDの \エックス"には，このうちのデザイナーとエンジニアのハイブリッド，
すなわち \デザイン・エンジニア"を養成するための多様な理念が込められていた [94]．
一方，アーティストとサイエンティストのハイブリッド，すなわち \アート・サイエンティ
スト"は，前述した中上級編カリキュラムを増設することで，これからXDに徐々に増えて
いくだろう．
デザイン・エンジニアとアート・サイエンティストとの共創 (=\エックス")が，今後のわ
れわれXDの将来像ではないだろうか (図 7.1)．母校の栄えある未来を，筆者は卒業後も見
守り続けたい．
artist designer
engineer scientist
design 
engineer
art
scientist
図 7.1: デザイン・エンジニアとアート・サイエンティストとの共創 (図中 \X"中央
の白抜きの部分)が，今後のわれわれXDの将来像である :．
: この図 7.1は著書 [93]を改定して作成した．
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付録
ここでは，第二回ワークショップ (第 5.2項)の参加者が制作したポスターを付録として
掲載したい．
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Ivyの制作したポスター
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Annaの制作したポスター
SC
I-A
RC
 T
O
KY
O
 S
TU
D
IO
 2
01
6 
//
/ I
N
ST
RU
CT
O
R:
 A
KI
RA
 W
A
KI
TA
 &
 A
KI
TO
 N
A
KA
N
O
 //
/ S
TU
D
EN
TS
: A
N
N
A
 C
H
A
N
G
FL
O
AT
IN
G
 T
RE
E
FL
O
AT
IN
G
 T
RE
E
 
 
Th
e 
m
as
si
ng
 o
rig
in
al
ly
 c
am
e 
fro
m
 th
e 
si
m
ul
a-
to
r 
w
ith
 m
ut
i-o
bj
ec
t 
in
 t
he
 s
pa
ce
. T
he
 o
rig
in
al
 o
bj
ec
t 
is
 
sh
ow
in
g 
in
 th
e 
re
nd
er
 a
s t
ra
ns
lu
ce
nt
 o
bj
ec
t i
n 
th
e 
re
nd
er
-
in
g.
 T
he
 w
ho
le
 id
ea
 is
 t
o 
co
m
bi
ne
 t
w
o 
re
su
lts
 f
ro
m
 t
he
 
si
m
ul
at
io
n 
‒ 
Ve
lo
ci
ty
 M
ag
ni
tu
de
 a
nd
 P
re
ss
ur
e.
 T
he
 t
w
o 
si
m
ul
at
or
 b
as
ic
al
ly
 s
ho
w
s 
to
ta
lly
 o
pp
os
ite
 in
 th
e 
si
m
ul
at
-
in
g 
pr
og
re
ss
, a
nd
 b
e 
ab
le
 to
 c
re
at
e 
tw
o 
m
at
ch
 v
ol
um
e.
 T
he
 
m
ai
n 
pa
rt
 ‒
 “t
re
es
” c
am
e 
fro
m
 V
el
oc
ity
 M
ag
ni
tu
de
 si
m
ul
a-
tio
n.
 T
he
 se
co
nd
ar
y 
pa
rt
 ‒
 “ﬂ
oa
tin
g”
 a
nd
 th
e 
“b
as
e”
 p
ar
t i
s 
ca
m
e 
fro
m
 t
he
 p
re
ss
ur
e 
si
m
ul
at
or
. T
he
 b
as
e 
pa
rt
 is
 a
n 
in
te
re
st
in
g 
ac
ci
de
nt
 fr
om
 th
e 
be
gi
nn
in
g 
of
 th
e 
si
m
ul
at
io
n,
 
w
he
re
 th
e 
ﬁr
st
 p
ar
t o
f p
ar
tic
le
s 
co
m
in
g 
up
 in
to
 th
e 
sp
ac
e.
 
Th
e 
de
si
gn
 o
f 
th
e 
m
as
si
ng
 i
s 
to
 c
om
bi
ne
 t
w
o 
of
 t
he
se
 
op
po
si
te
 e
le
m
en
t t
o 
sh
ow
 th
e 
in
ve
rs
es
 b
et
w
ee
n 
th
es
e 
tw
o 
an
d 
al
so
 c
al
lin
g 
in
 t
he
 o
rig
in
al
 v
ol
um
e 
as
 c
on
ne
ct
or
 a
nd
 
vi
su
al
 e
le
m
en
t. 
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In
ﬁn
ity
 | 
D
yn
am
ic
SC
IA
RC
 Ja
pa
n 
St
ud
io
 2
01
6 
| X
ia
ox
ue
 C
ui
Sp
ira
l L
oo
p 
is
 a
 s
ym
bo
l o
f  
in
ﬁt
ity
, w
hi
ch
 is
 a
 s
ha
pe
 a
llo
w
s 
ar
ch
ite
ct
ur
e 
be
co
m
e 
dy
na
m
ic
 
as
 w
el
l. 
Th
e 
en
er
gy
 th
at
 h
as
 c
er
ta
in
 d
ire
ct
io
ns
 s
uc
h 
as
 w
in
d 
or
 s
ou
nd
, c
ou
ld
 s
ro
un
d 
an
d 
ch
an
ge
 a
lo
ng
 w
ith
 th
is
 p
ar
tic
ul
ar
 s
ha
pe
.T
he
 p
at
te
rn
 re
pe
at
 it
se
lf,
 w
hi
ch
 re
ve
al
s 
an
d 
em
ph
as
is
 th
e 
en
er
gy
  a
ct
iv
iti
es
. A
t t
he
 s
am
e 
tim
e,
 th
e 
sp
ira
l a
nd
 th
e 
en
er
gy
 a
re
 b
ot
h 
sy
m
bo
liz
ed
 th
e 
D
yn
am
ic
 a
nd
 In
ﬁn
ity
.
D
en
si
ty
D
en
si
ty
Ve
lo
ci
ty
M
ag
ni
tu
de
+
D
en
si
ty
Ve
lo
ci
ty
M
ag
ni
tu
de
Pr
es
su
re
+
Ve
lo
ci
ty
M
ag
ni
tu
de
+
D
en
si
ty
Vo
rt
ic
ity
+
Pr
es
su
re
+
Ve
lo
ci
ty
M
ag
ni
tu
de
+
D
en
si
ty
Vo
rt
ic
ity
Pr
es
su
re
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Ve
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M
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D
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Ve
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M
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rt
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ity
Pr
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su
re
D
en
si
ty
Ve
lo
rc
ity
M
ag
Vo
rt
ic
ity
Pr
es
su
re
D
en
si
ty
Ve
lo
rc
ity
M
ag
Vo
rt
ic
ity
Pr
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su
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D
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ty
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30
%
70
%
St
ar
tin
g b
y s
ug
ge
sti
ng
 an
 ar
tifi
cia
l c
irc
um
sta
nc
es
 by
 lo
ca
tin
g o
bs
tac
les
 at
 
ce
rta
in 
po
int
s, 
thi
s s
im
ula
tio
n t
es
ts 
ho
w 
 K
ár
má
n's
 vo
rte
x c
an
 be
 va
rie
d 
wi
thi
n i
ts 
cir
cu
ms
tan
ce
s. 
Fr
om
 th
e d
efa
ult
 se
ttin
g o
f  K
ár
má
n's
 vo
rte
x, 
it 
us
ua
lly
 sh
ow
 th
at 
the
 pr
es
su
re
 fa
de
s a
wa
y g
ra
du
all
y a
nd
 di
sa
pp
ea
rs 
 at
 
the
 en
d. 
Ho
we
ve
r, t
ho
se
 ob
sta
cle
s s
uc
ce
ss
ful
ly 
ge
ne
ra
te 
tha
t, n
ot 
jus
t 
inc
re
as
ing
 th
e p
re
ss
ur
e, 
bu
t it
 is
 po
ss
ibl
e t
o s
pli
t, c
om
bin
e, 
an
d d
ec
re
as
e 
the
 pr
es
su
re
. A
s t
he
 re
su
lt, 
un
lik
e t
he
 de
ns
ity
 si
mu
lat
ion
 w
hic
h m
os
tly
 
ge
ts 
mo
re
 de
ns
e, 
thi
s p
re
ss
ur
e s
im
ula
tio
n s
ho
ws
 th
e v
ar
iat
ion
 of
 pr
es
su
re
 
co
ns
tan
tly
 an
d s
ug
ge
sts
 ne
w 
wa
y t
o d
es
ign
 th
e e
ne
rg
y b
y c
on
tro
llin
g t
he
 
su
rro
un
din
g p
re
ss
ur
e. 
Ab
ou
t:
vo
id 
se
tup
() 
{
  s
ize
(1
50
0, 
80
0, 
P3
D)
;
  fl
uid
.se
tup
(1
50
, 4
0, 
4, 
1, 
0.0
00
01
, 0
.00
00
25
, 0
.00
1, 
10
00
0)
;
  fl
uid
.se
tB
ou
nd
ar
yO
pe
nX
();
  fo
r (
int
 k=
1; 
k<
=4
; k
++
) {
    
for
 (in
t j=
0; 
j<1
; j+
+)
 {
    
  fo
r (
int
 i=
0; 
i<4
; i+
+)
 {
    
    
flu
id.
se
tO
bs
tac
le(
10
+i,
 18
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
10
+i,
 19
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
10
+i,
 20
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
10
+i,
 21
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
10
+i,
 22
+j,
 k)
;
    
    
//fl
uid
.se
tO
bs
tac
le(
10
+i,
22
+j,
k);
    
    
//fl
uid
.se
tO
bs
tac
le(
48
+i,
10
+j,
k);
    
    
//fl
uid
.se
tO
bs
tac
le(
49
+i,
11
+j,
k);
    
    
flu
id.
se
tO
bs
tac
le(
50
+i,
 10
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
51
+i,
 11
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
52
+i,
 12
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
53
+i,
 13
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
54
+i,
 14
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
55
+i,
 15
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
56
+i,
 16
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
56
+i,
 24
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
55
+i,
 25
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
54
+i,
 26
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
53
+i,
 27
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
52
+i,
 28
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
51
+i,
 29
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
50
+i,
 30
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
82
+i,
 9+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
81
+i,
 10
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
80
+i,
 11
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
79
+i,
 12
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
78
+i,
 13
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
77
+i,
 14
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
76
+i,
 15
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
75
+i,
 16
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
74
+i,
 17
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
74
+i,
 23
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
75
+i,
 24
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
76
+i,
 25
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
77
+i,
 26
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
78
+i,
 27
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
79
+i,
 28
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
80
+i,
 29
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
81
+i,
 30
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
82
+i,
 31
+j,
 k)
;
    
    
flu
id.
se
tO
bs
tac
le(
10
8+
i, 1
0+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
10
9+
i, 1
1+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
11
0+
i, 1
2+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
11
1+
i, 1
3+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
11
2+
i, 1
4+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
11
3+
i, 1
5+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
11
4+
i, 1
6+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
11
5+
i, 1
7+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
11
6+
i, 1
8+
j, k
);`
    
    
flu
id.
se
tO
bs
tac
le(
11
7+
i, 1
9+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
11
8+
i, 2
0+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
11
8+
i, 2
0+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
11
7+
i, 2
1+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
11
6+
i, 2
2+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
11
5+
i, 2
3+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
11
4+
i, 2
4+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
11
3+
i, 2
5+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
11
2+
i, 2
6+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
11
1+
i, 2
7+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
11
0+
i, 2
8+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
10
9+
i, 2
9+
j, k
);
    
    
flu
id.
se
tO
bs
tac
le(
10
8+
i, 3
0+
j, k
);
    
  }
    
}
  }   fl
uid
.se
tP
ar
tic
leS
pe
ed
(1
00
0)
;
  fl
uid
.se
tA
cc
ur
ac
yL
OW
();
  c
olo
r[]
 ne
wP
re
ss
ur
eC
olo
r =
 ne
w 
co
lor
[7]
;
  n
ew
Pr
es
su
re
Co
lor
[0]
 =
 co
lor
(2
55
, 1
, 1
, 2
55
);
  n
ew
Pr
es
su
re
Co
lor
[1]
 =
 co
lor
(1
00
, 3
, 3
1, 
25
5)
;
  n
ew
Pr
es
su
re
Co
lor
[1]
 =
 co
lor
(7
0, 
5, 
5, 
25
5)
;
  n
ew
Pr
es
su
re
Co
lor
[2]
 =
 co
lor
(2
00
, 2
00
, 2
00
, 2
55
);
  n
ew
Pr
es
su
re
Co
lor
[3]
 =
 co
lor
(8
0, 
80
, 8
0, 
25
5)
;
  n
ew
Pr
es
su
re
Co
lor
[4]
 =
 co
lor
(3
0, 
30
, 1
00
);
  n
ew
Pr
es
su
re
Co
lor
[5]
 =
 co
lor
(1
0, 
10
, 3
0)
;
  fl
uid
.se
tP
re
ss
ur
eO
rig
ina
lC
olo
r(n
ew
Pr
es
su
re
Co
lor
);
Ve
r. 
1
Ve
r. 
2
S
C
I_
A
rc
/P
ro
ce
ss
in
g/
Jo
ng
 J
oo
 K
im
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Vo
rti
ci
ty
Ve
lo
ci
ty
 M
ag
P
re
ss
ur
e
D
en
si
ty
Th
e 
id
ea
 is
 b
as
ed
 o
n 
si
m
ul
at
in
g 
th
e 
sc
en
e 
th
at
 
G
U
N
D
A
M
 U
N
IC
O
R
N
 is
 fi
gh
tin
g 
w
ith
 it
s 
en
em
ie
s.
 
M
os
t o
f t
he
 s
im
ul
at
in
g 
op
er
at
io
n 
is
 b
as
ed
 o
n 
de
fin
in
g 
th
e 
re
la
tio
ns
hi
p 
in
 v
or
tic
ity
 a
nd
 p
re
ss
ur
e 
a 
lo
ng
 w
ith
 
th
e 
re
se
ar
ch
 o
f d
en
si
ty
 a
nd
 v
el
oc
ity
 m
ag
ni
tu
de
. T
he
 
di
ag
ra
m
 is
 s
ho
w
in
g 
th
e 
co
m
bi
na
tio
n 
of
 d
iff
er
en
t s
im
u-
la
tio
n 
st
at
us
. 
G
U
N
D
A
M
 U
N
IC
O
R
N
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PE
RS
PE
C
TI
VE
IS
O
M
ET
RI
C
PE
RS
PE
C
TI
VE
EL
EV
AT
IO
N
M
A
SS
 D
EV
EL
O
PM
EN
T
FI
N
A
L 
M
A
SS
 
VO
RT
IC
IT
Y 
CH
AO
S 
 T
RA
N
SF
O
RM
AT
IV
E
Co
nc
ep
t :
 U
ni
fo
rm
 g
eo
m
et
ric
 s
pa
ce
 g
en
er
at
e 
ch
ao
s 
vo
lu
m
n 
of
 s
ha
pe
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Sp
ac
e 
In
va
de
rs
SC
O
RE
<
1>
01
46
SC
O
RE
<
1>
00
00
H
I-S
CO
RE
<
1>
10
41
S
pa
ce
 In
va
de
rs
 is
 a
n 
A
ra
ca
de
 v
id
eo
 g
am
e 
cr
ea
te
d 
by
 T
om
oh
iro
 N
is
hi
ka
do
.
B
as
ic
al
ly
 e
ve
ry
on
e 
pl
ay
ed
 S
pa
ce
 In
va
de
rs
 b
ef
or
e,
 a
nd
 s
ee
 it
 a
s 
an
 u
nf
or
ge
tta
bl
e 
ch
ild
ho
od
 m
em
or
y.
 W
ha
t i
f S
pa
ce
 In
va
de
rs
 e
xi
st
 in
 re
al
 li
fe
? 
H
ow
 d
oe
s 
th
e 
S
pa
ce
 In
va
de
rs
’s
 lo
w
 p
ix
el
 b
ric
k 
ca
n 
af
fe
ct
 th
e 
en
ge
ry
 s
ys
te
m
 fl
ow
?
D
en
si
ty
Ve
lo
ci
ty
 M
ag
ni
tu
de
Pr
es
su
re
M
ic
ha
el
 S
hi
h
sc
i-a
rc
Vo
rt
ic
ity
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E
te
rn
al
 S
pr
in
g,
 R
od
in
E
xt
ra
ct
in
g 
pa
rt 
of
 th
e 
S
cu
lp
tu
re
Fo
cu
si
ng
 o
n 
   
   
 T
en
si
on
   
   
   
   
   
   
   
Tw
is
tin
g
   
   
   
   
   
   
   
A
pe
rtu
re
S
im
pl
yf
y 
in
to
 B
as
ic
 G
eo
m
et
ry
 (a
do
pt
ab
le
 a
s 
an
 a
rc
hi
te
ct
ur
al
 fo
rm
)
A
rc
hi
te
ct
ur
al
 fo
rm
 c
an
 b
e 
ex
tra
ct
ed
 fr
om
 a
ll 
ki
nd
s 
of
 o
bj
ec
ts
, a
nd
 
ar
t i
s 
on
e 
of
 th
e 
co
m
m
on
 s
ou
rc
es
 o
f i
ns
pi
ra
tio
n 
us
ed
 b
y 
ar
ch
i-
te
ct
s.
 A
s 
R
od
in
 ra
nk
s 
am
on
gs
t t
he
 m
os
t p
ro
m
in
en
t s
cu
lp
to
rs
 o
f 
th
e 
pa
st
 tw
o 
ce
nt
ur
ie
s,
 a
rc
hi
te
ct
s 
ar
e 
no
 s
tra
ng
er
s 
to
 h
is
 w
or
ks
. 
R
od
in
’s
 s
cu
lp
tu
re
s 
of
te
n 
ca
rr
y 
a 
se
ns
e 
of
 te
ns
io
n 
in
 h
is
 s
ta
tic
 
pi
ec
es
. E
te
rn
al
 S
pr
in
g,
 o
ne
 o
f h
is
 m
an
y 
fa
m
ou
s 
m
as
te
rp
ie
ce
s,
 
ac
hi
ev
es
 ju
st
 th
at
. T
he
 tw
o 
fig
ur
es
 h
ol
d 
ea
ch
 o
th
er
 in
 a
 tw
is
te
d 
ge
st
ur
e 
th
at
 is
 in
 tr
an
si
tio
n,
 a
nd
 th
e 
de
lic
at
em
om
en
t i
s 
fo
re
ve
r 
fro
ze
n 
by
 R
od
in
 in
to
 a
 p
er
m
en
en
t s
ta
bi
lit
y.
W
e 
ar
e 
in
te
re
st
ed
 in
 d
oi
ng
 th
e 
op
po
si
te
:  
to
 re
in
tro
du
ce
 m
ov
e-
m
en
t i
n 
th
e 
fro
ze
n 
be
au
ty
 b
y 
re
pr
es
en
tin
g 
th
e 
en
er
gi
es
 a
ro
un
d 
it.
 
In
 d
oi
ng
 s
o,
 w
e 
ho
pe
 to
 d
et
ec
t t
he
 te
ns
io
n 
an
d 
pr
es
su
re
 th
at
 
ex
is
t i
ns
id
e 
th
e 
sc
ul
pt
ur
e.
 T
he
 s
cu
lp
tu
re
 is
 tr
an
sf
or
m
ed
 in
to
 a
 
co
m
pl
ex
 a
rc
hi
te
ct
ur
al
 fo
rm
 w
ith
 a
n 
irr
eg
ul
ar
 a
pe
rtu
re
 th
at
 s
til
l 
re
ta
in
s 
th
e 
or
ig
in
al
 d
el
ic
at
e 
m
om
en
ts
 in
 th
e 
ar
t p
ie
ce
. B
y 
us
in
g 
th
e 
C
FD
 to
ol
s 
to
 v
is
ua
lis
e 
th
e 
in
vi
si
bl
e 
de
ns
ity
, v
el
oc
ity
 m
ag
ni
-
tu
de
, p
re
ss
ur
e 
an
d 
vo
rti
ci
ty
 g
en
er
at
ed
 b
y 
th
e 
tw
is
te
d 
ge
st
ur
e,
 w
e 
w
ou
ld
 b
e 
ab
le
 to
 fu
rth
er
 re
ve
al
 th
e 
dy
na
m
ic
 b
ea
ut
y 
of
 th
e 
ar
t a
s 
w
el
l a
s 
to
 g
et
 a
n 
en
ha
nc
ed
 u
nd
er
st
an
di
ng
 o
f  
th
e 
co
ns
eq
ue
nc
es
 
of
 a
do
pt
in
g 
di
ffe
re
nt
 c
om
pl
ex
 fo
rm
s 
in
 a
rc
hi
te
ct
ur
al
 d
es
ig
ns
.
P
er
sp
ec
tiv
e 
S
ec
tio
n 
of
 V
or
tic
ity
 S
im
ul
at
io
n
Vo
rti
ci
ty
D
en
si
ty
Ve
lo
ci
ty
M
ag
ni
tu
de
P
re
ss
ur
e
m
ak
in
g 
sm
oo
th
 s
ur
fa
ce
 to
pa
nt
yg
on
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D
en
si
ty
Ve
lo
ci
ty
 M
ag
ni
tu
de
En
er
gy
 T
hr
ou
gh
 D
is
to
rt
ed
 C
ag
e
by
 G
or
ic
 W
on
g
 
Th
is
 p
ro
je
ct
 in
ve
st
ig
at
es
 th
e 
be
ha
vi
or
 o
f e
ne
rg
ie
s 
ﬁl
te
re
d 
an
d 
in
ﬂu
en
ce
d 
by
 a
 d
is
to
rt
ed
 c
ag
e,
 w
ith
 s
pe
ci
ﬁc
 fo
cu
s 
on
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