We recast dataflow in a modern categorical light using profunctors as a generalisation of relations. The well known causal anomalies associated with relational semantics of indeterminate dataflow are avoided, but still we preserve much of the intuitions of a relational model. The development fits with the view of categories of models for concurrency and the general treatment of bisimulation they provide. In particular it fits with the recent categorical formulation of feedback using traced monoidal categories. The payoffs are: (1) explicit relations to existing models and semantics, especially the usual axioms of monotone IO automata are read off from the definition of profunctors, (2) a new definition of bisimulation for dataflow, the proof of the congruence of which benefits from the preservation properties associated with open maps and (3) a treatment of higher-order dataflow as a biproduct, essentially by following the geometry of interaction programme.
Introduction
A fundamental dichotomy in concurrency is the distinction between asynchronous communication and synchronous communication. In the present paper we unify the analysis of these situations in the framework of a categorical presentation of models for concurrency as initiated by Winskel and Nielsen (Winskel and Nielsen, 1995) . In particular we have given a treatment of indeterminate dataflow networks in terms of (a special kind of) profunctors which is very close to the treatment of synchronous communication. This new semantical treatment has a number of benefits 1 the general functoriality and naturality properties of presheaves automatically imply the usually postulated axioms for asynchronous, monotone automata (Panangaden and Stark, 1988; Selinger, 1997 ) 2 we get a notion of bisimulation, which is crucial when allowing synchronous, CCS-like primitives, 3 it is both closely connected to the extant models (Jonsson, 1989) expressed in terms of trace sets, and a direct generalisation of Kahn's model of determinate dataflow (Kahn, 1974) , thus providing a relational viewpoint which allows one to think of composing network components as a (kind of) relational composition, 4 it gives a semantics of higher-order networks almost for "free" by using the passage from traced monoidal categories to compact-closed categories (Abramsky, 1996; Joyal, Street and Verity, 1996b) (the "geometry of interaction" construction).
The categorical presentation is critical for all these points. Without the realization that Kahn processes can be described as a traced monoidal category and knowledge of the results in (Abramsky, 1996; Joyal, Street and Verity, 1996b) it would be hard to see how one could have proposed our model of higher-order processes. It is notable that the profunctor semantics of dataflow yields automatically the axioms for monotone port automata used in modelling dataflow (Panangaden and Stark, 1988) in contrast to the work in (Stark, 1989a) . At the same time we have to work to get a correct operation on profunctors to model the dataflow feedback; "the obvious" choice of modelling feedback by coend doesn't account for the subtle causal constraints which plague dataflow semantics. The background for this paper includes work done on presenting models for concurrency as categories, as summarised in (Winskel and Nielsen, 1995) . This enabled a sweeping definition of bisimulation based on open maps applicable to any category of models equipped with a distinguished subcategory of paths (Joyal, Nielsen and Winskel, 1996a) . It also exposed a new space of models: presheaves. Presheaf categories possess a canonical choice of open maps and bisimulation, and can themselves be related in the bicategory of profunctors. This yields a form of domain theory but boosted to the level of using categories rather than partial orders as the appropriate domains.
One argument for the definition of bisimulation based on open maps is the powerful preservation properties associated with it. Notable is the result of ) that any colimit preserving functor between presheaf categories preserves bisimulation, which besides obvious uses in relating semantics in different models with different notions of bisimulation is, along with several other general results, useful in establishing congruence properties of process languages. By understanding dataflow in terms of profunctors we are able to exploit the framework not just to give a definition of bisimulation between dataflow networks but also in showing it to be a congruence with respect to the standard operations of dataflow.
A difficulty has been in understanding the operational significance of the bisimulation which comes from open maps for higher-order process languages (where for example processes themselves can be passed as values). Another gap, more open and so more difficult to approach, is that whereas both interleaving models and independence models like event structures can be recast as presheaf models, as soon as higher-order features appear, the presheaf semantics at present reduce concurrency to nondeterministic interleaving. A study of nondeterministic dataflow is helpful here as its compositional models are forced to account for causal dependency using ideas familiar from independence models; at the same time the models are a step towards understanding higher-order as they represent nondeterministic functions from input to output.
The idea that non-deterministic dataflow can be modelled by some kind of generalised relations fits with that of others, notably Stark in (Stark, 1989a; Stark, 1989b; Stark, 1998) . Bisimulation for dataflow is studied in (Stark, 1992) . That dataflow should fit within a categorical account of feedback accords for instance with (Katis et al., 1997; Abramsky, 1996) . But in presenting a semantics of dataflow as profunctors we obtain the benefits to be had from placing nondeterministic dataflow centrally within categories of models for concurrency, and in particular within presheaf models.
Structure of the paper: In Sec. 1 and Sec. 2 we review the well known causal anomalies associated with relational semantics of indeterminate dataflow and recall the notion of traced monoidal categories. In Sec. 3 we present the classical model of non-deterministic dataflow based on sets of execution traces as an instance of a traced monoidal category, and describe the relationship to the so-called history-model of input-output relations categorically. We then proceed in Sec. 4 to present the bicategory of profunctors as a categorical generalisation of input-output relations and provide a concrete, operational reading of profunctors as (monotone) port automata. We end the section by identifying the subcategory of stable port profunctors and provide a characterisation of such profunctors as stable monotone port automata. In Sec. 5 we define a trace for the category of stable port profunctors, and give two characterisations of the trace in terms of port automata and an abstract characterisation of the trace as a colimit. The details of the proof that the trace satisfies the axioms of a traced monoidal category (up to isomorphism) can be found in App. A. Finally, Sec. 6 briefly goes through some of the consequences of the categorical semantics of dataflow; the relationship to stable domain theory, a bisimulation congruence obtained from the theory of open maps, and finally a model of (linear) higher-order dataflow by the geometry of interaction construction. The paper is a revised version of ch. 8 in (Hildebrandt, 1999a) , a short version appears in the proceedings of Concur '98.
Models for Indeterminate Dataflow
The Dataflow paradigm for parallel computation, originated in work of Jack Dennis and others in the mid-sixties (Kahn, 1974; Dennis, 1974) . The essential idea is that data flows between asynchronous computing agents, that are interconnected by communication channels acting as unbounded buffers. Traditionally, the observable behaviour is taken to be the input-output relation between sequences of values on respectively input and output channels, sometimes referred to as the history model (Jonsson, 1989) . If is the set of values, the set of histories on ports in which they behave differently. The context consists of a fork process (a process that copies every input to two outputs), through which the output of the automata ¡ is fed back to the input channel, as shown in Fig. 1 . Automaton has the following (deterministic) behaviour: It outputs a token; waits for a token on input and then outputs another token. Automaton ¡ has the choice between two behaviours: Either it outputs a token and stops, or it waits for an input token, then outputs two tokens. For both automata, the IO-relation relates empty input to zero or one output token, and non-empty input to zero, one or two output tokens, but £ ¥ ¤ ¦ can output two tokens, whereas
can only output a single token, choosing the first behaviour of ¡ . This example shows the need for a model that records a more detailed causality relation between individual data tokens than the history model.
Jonsson (Jonsson, 1989) and Kok (Kok, 1987) have independently given fully abstract models for indeterminate dataflow. Jonsson's model is based on trace! sets, which are sets of possible interaction sequences, finite or infinite, between a process and its environment. Kok's model turned out to be equivalent. Rabinovich and Traktenbrot analyzed the same issues from the point of view of finite observations and came up with general conditions under which a Kahn-like principle would hold (Rabinovich and Trakhtenbrot, 1988; Rabinovich and Trakhtenbrot, 1989; Rabinovich and Trakhtenbrot, 1990 ). Abramsky has generalised Kahn's principle to a family of generalised trace set models for indeterminate networks, giving conditions for when a trace set computes a set of functions. The trace set for a composite network is shown to compute a set of least fixed points of functions computed by the constituent networks (Abramsky, 1990) .
Traced Monoidal Categories
The notion of traced monoidal category abstracts the notion of trace of a matrix from multilinear algebra. However it has emerged in a variety of new contexts including the study of feedback systems (Bainbridge, 1976) , knot theory (Jones, 1985) and recursion (Hasegawa, 1997b) . The axiomatization presented below is the definition of Joyal, Street and Verity (Joyal, Street and Verity, 1996b) , slightly simplified and specialized as in (Hasegawa, 1997b) to the context of (strict) symmetric monoidal categories so that the axioms appear simpler; in particular we do not consider braiding or twists. In the Joyal, Street and Verity paper the fact that trace models feedback (or iteration) is attributed to Bloom, but as far back as 25 years ago Bainbridge had been studying trace in the context of feedback in systems and control theory. Indeed Bainbridge had noticed that there were two kinds of trace (associated with two different monoidal structures) in ¢ ¡ ¤ £ , the category of sets and binary relations. Furthermore he noted that one of the traces corresponds to feedback in what are essentially memoryless Kahn networks.
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Below we recall the axioms for a strict symmetric monoidal category equipped with a trace. We assume that the reader is familiar with the notion of a (strict) symmetric tensor product. We write
for the composition of arrows " 1 2 3 4
and % ' 5 6 7 )
. Definition 2.1. A trace for a symmetric monoidal category £ is a family of functions
satisfying the following conditions 1 Bekic:
2 Yanking:
The intuition of a traced symmetric monoidal category as a category with feedback becomes clear when the axioms are presented graphically as in Fig. 2 . The symmetry is indicated by a cross inside the box (swapping the wires) and identities just as straight arrows. The following proposition is an easy consequence of the yanking and naturality conditions, keeping in mind functoriality of ¦ and naturality of symmetries. It shows how composition can be defined from trace and tensor as illustrated by Fig. 3 
This can be viewed as a generalisation of the yanking condition. It is instructive to consider the two well-known examples of trace in the category of sets and binary relations. In the first case one takes the tensor product to be the cartesian product of the underlying sets and in the second case one takes the tensor product to be disjoint union of sets (with the evident action on relations); we call these structures
We are indebted to Samson Abramsky for pointing this reference out to us. (once around the feedback loop) or, more generally, we can go around the "feedback loop" an indefinite number of times.
A Traced Monoidal Category of Kahn Process
The basic intuitions behind Kahn networks are, of course, due to Kahn (Kahn, 1974) and a formal operational semantics in terms of coroutines is due to Kahn and MacQueen (Kahn and MacQueen, 1977) . The particular axiomatisation presented here builds on the ideas of Stark (Stark, 1989a) but using the formalism of traces presented in (Panangaden and Shanbhogue, 1992) . No originality is claimed for the trace model; it was Bengt Jonsson (Jonsson, 1989) who showed that traces form a fully abstract model of dataflow networks and there were several others with similar ideas at the time.
We assume a fixed set of values. A dataflow network processes values on a finite set of input ports producing values on a finite set of output ports. Following (Stark, 1992) we will assume that ports are indexed by natural numbers. By doing this we can smoothly avoid problems with name clashes and in addition work with the simpler categorical structures of strict monoidal categories. For
The first three conditions express independence between events occurring at different ports. Note the asymmetry in the first condition: Output events are independent of later input events, but not (necessarily) of earlier input events. If an output occurs after an input then it may be in response to the input. The receptivity condition expresses that a process could receive any data on its input ports -unlike with synchronous processes. The first independence condition and the receptivity condition can be seen as a monotonicity condition.
As we will see in the end of this section, monotonicity implies that the IO-relations of Kahn processes are buffered in a formal sense. This makes them reasonable assumptions for the type of networks we consider. The restriction to prefix closed sets of finite sequences is a simplification that ensures consistency with the model presented in the following section, but it is not necessary for the results in this section. It is worth stressing, that it rules out the possiblity of expressing (non-continuous) processes such as fair merge and poll, but not non-deterministic processes built from simpler primitives as e.g. bounded choice.
Given processes as sets of sequences we define a strict symmetric monoidal category of Kahn processes. First we need some notations for restricting sequences of events. For 
We then define the shuffle of two processes, which corresponds to a parallel composition of two processes as illustrated in Fig. 4 
It is not difficult to verify that the above definitions allow us to define a strict symmetric monoidal category of Kahn processes as follows. and the identities defined above. The tensor product of the strict monoidal structure is given by sum on objects (with unit 0) and shuffle on arrows and symmetries as defined in Def. 3.2. Composition of morphisms are defined as in Def. 3.3.
The trace construction is as follows.
simply says that the projection to input and output events on ports above C gives the sequence
7
. The other two conditions express that each of the sequences of values on output ports below C match the sequence of values on the corresponding input ports below C , and that any such output appears before its corresponding input.
The following lemma intuitively expresses that we may allow the feedback ports to be buffered. 
That (3) implies (4) , such that
, let C denote the equivalence class of
to be the quotient set
such that C 7 b T (Winskel and Nielsen, 1995) . This is also known as the free partially commutative monoid (Diekert and Métivier, 1997) 
Proof. Functoriality follows from the definition of identities in the two categories and Lem. 3.3. It is easy to verify that the symmetric monoidal structure is preserved.
Generalised Relations
Kahn processes are typical of the solutions to the problem of obtaining a compositional semantics for nondeterministic dataflow. A correct compositional semantics is got by representing processes as interaction sequences, keeping track of the causal dependency between events. However, this seems far removed from the relational history model. In this section we will describe another solution that contains the Kahn processes, which comes about as a natural (categorical) extension of the history model. Moreover, it gives a branching semantics, which opens the way to combining the asynchronous dataflow communication primitives with synchronous communication primitives.
Our first observation is that buffered IO-relations between ¢ £ and ¢ correspond exactly to functors 
where we make use of the obvious join and meet operations on 
where we have implicitly used the isomorphisms
However, the anomaly given in Sec. 1 shows that there is no way of defining a trace on c ¢ ¡ ¤ £ such that the functor given in the last section preserves the trace of
. It must be possible to represent different dependencies between input and output for a particular input-output pair in the relation. This is precisely what moving to the bicategory of profunctors does for us.
Profunctors
The bicategory 9 1 " ! of profunctors, also referred to as bimodules, or distributors (Borceux, 1994) , is a categorical generalisation of sets and relations. The objects of 
(which is functorial in its parameters). This defines composition only to within isomorphism, explaining why we get a bicategory. Note how (12) generalises the expression for relational composition given by (10) 
WGC¦i
The tensor product is given by the product of categories on objects and set-theoretic product on arrows. This defines a symmetric monoidal structure (Day and Street, 1997) on
This defines a (pseudo-) functorial tensor product with unit the one object (and one arrow) category 
which satisfies the properties of a trace up to isomorphism. In particular, we can prove the generalised yanking property. 
Proof. By unfolding the definitions we get 
where is the symmetric, transitive closure of the relation¨defined as follows. For g
arrows of respectively and
For our purpose, we focus on the subbicategory . Below we will see that this category is a promising candidate for a model of non-deterministic dataflow. However, first we will note that the trace as given by the coend fails to satisfy the causal constraints of feedback, that a token must appear as output before it appears as input on a feedback channel, as stated in the third requirement of the trace in
. This is not surprising, bearing in mind the close relationship to the trace in
used in the example of Sect. 1, which is just a buffer copying each input to two output channels. The port profunctor corresponding to is constructed from hom-functors, on objects defined by
Connecting one of the output channels to the input channel should result in a process with no input channels and one output channel, that can output nothing but the empty trace. This is indeed the result in
However, from the explicit definition of the coend given in (14) it is not difficult to compute that
where denote the unique history in
is non-empty (in fact infinite) for any output history T , in other words, any output history is contained in the (generalised) IO-relation.
For reasons that will become clear in the following section, we will restrict attention further to the sub(bi)category 
An Operational Reading
The bicategory 9 1 !" of rooted port profunctors can be given an operational reading via a generalised Grothendieck construction (Street, 1980) , thereby representing profunctors as particular port-automata (Panangaden and Stark, 1988; Lynch and Stark, 1989) . This is a direct generalisation of the representation of rooted presheaves as synchronisation trees given in (Joyal, Nielsen and Winskel, 1996a; Winskel and Nielsen, 1996) . In particular, the hom-category " ! " can be viewed as generalising the presheaf models used in giving semantics to synchronously comunicating systems , to be able to represent multiple output ports and asynchronous input.
Port automata are particular examples of I/O automata (Lynch and Tuttle, 1987 ). An I/O automaton is a labelled transition system for which the set of actions is partioned in sets of input, output and internal actions. A port automaton is then an I/O automaton for which the sets of input and output actions consist of respectively input events and output events for specified sets of input and output ports. We need only the special case where the set of internal actions is empty and where the port sets are index sets. (Winskel and Nielsen, 1995) . The monotonicity axiom A2 says that an input transition can never disable an output transition. It can equivalently be stated as an asymmetric commutativity axiom between input and output arrows. as left inverse. We end this section giving a complete characterisation of stable port profunctors in terms of port automata. Port automata associated to port profunctors will always have a reachable and acyclic transition relation with at most one transition between any two states. The possibility of two transitions having the same codomain is restricted by axiom A5 and further by the following two "unfolding" axioms. Together with the stability axiom, the two unfolding axioms tell that port automata associated to port profunctors are essentially trees, except for the diamonds required by the commutativity axioms A2', A3 and A4. 
A Trace for Stable Profunctors
The trace as given by the coend in (13) is not well defined in 9 1 !¤ , since the coend will not always be a rooted profunctor. This fact is illustrated by the example given in the end of section 4.1, which gives a profunctor with infinitely many roots. Below we will define a trace in 9 1 " ! ¥ ¤ which intuitively speaking restricts the coend to causally secured states. Observe that the relation¨defined in the explicit definition of the coend given by (14) can be interpreted as a relation between states of the associated port automaton, expressing that two states are connected by a chain of internal communications. Proof. Induction using Lem. 5.3.
We are now ready to show a crucial property for stable port profunctors exploited in this paper: any , using axioms A2, A3 and A4. That 5) is equivalent to 1) follows from a simple induction proof.
We will say that a state 
where the action on arrows is defined as for the coend. We will often abbreviate
.
Below we give two characterisations of the trace in terms of port automata. Proof. The if case of both (18) and (19) is immediate. The only if case of (18) As for the trace, we can characterise composition and the tensor product directly in terms of automata. , that preserves the traced monoidal structure, on objects mapping
Proof. (Sketch) Use Lem. 5.6 formulation 4) of securedness and Prop. 5.10.
The Trace as a Colimit
The secured trace can be defined as the composition of two functors on hom-categories; first a functor restricting to secured states and then a colimit, hiding internal communication. We will benefit from this formulation of the secured trace in proving that bisimulation is a congruence with respect to trace. We begin with the standard construction of the subdivision category (Mac Lane, 1971 ) for a category , it has two arrows " p "
3 and
These are the only nonidentity arrows. Now we define a functor Proof. As for the standard construction.
Some Consequences
We will briefly go through some of the consequences of the categorical semantics of dataflow given in the two previous sections.
Generalised Scott Domains
We have chosen to introduce the category ). In this sense, the stable port profunctors is a direct generalisation of the stable continuous functions of Berry (Berry, 1979; Gunter, 1992) . As described in (Cattani, 1999; Cattani and Winskel, 1999) , the free connected-colimit completion of a category with initial object . This generalises the ideal completion in domain-theory. Connected-colimit preserving functors satisfy a very strong property (Cattani and Winskel, 2000) : they preserve the canonical notion of open maps in presheaf categories -and thus the canonical notion of bisimulation equivalence. We will return to this issue below.
A Bisimulation Congruence
The presentation of models for concurrency as categories allows us to apply a general notion of bisimulation from spans of open maps proposed in (Joyal, Nielsen and Winskel, 1996a) and arising from work of Joyal and Moerdijk (Joyal and Moerdijk, 1994) . The general idea is to identify a functor U from a path category (which in (Joyal, Nielsen and Winskel, 1996a ) was assumed to be the inclusion of a subcategory) to the model , with objects identifying runs (or histories) and morphisms compatible extensions of these. A morphism is said to be -open if it satisfies the path-lifting property, i.e. it reflects extensions of histories. For a presheaf model , the canonical choice of path category is the category , which is obtained from by adding a new initial object 
As noted in the previous section, the hom-category (Joyal and Moerdijk, 1994) ; any colimit-preserving functor between presheaf categories preserves (surjective) open maps . The proof that trace on 9 1 " ! ¥ ¤ preserves bisimulation uses the latter property, exploiting the fact that trace can be expressed as a colimit, first showing that £ as a functor between presheaf categories preserves open maps. The proof of the corresponding result for tensor rests on a construction of tensor from more basic functors, which are all colimit-preserving and so preserve (surjective) open maps. Using the simple fact that bisimulation is a congruence with respect to sequential composition with a symmetry together with the generalised yanking property we can conclude that bisimulation is a congruence with respect to all of the operations on networks as stated in the theorem below. The details of the proof can be found in App. 5.1. The congruence property allows us to work with the quotiont category with bisimulation classes of profunctors as arrows. This is exploted in the following section. Also, by placing dataflow within profunctors and the broader class of presheaf models, constructions of dataflow could be mixed with constructions from other paradigms of concurrent computation such as those traditionally from CCS-like process calculi. As an example, a pairwise synchronous join of output ports between two port profunctors can be represented by the product of presheaves. In this richer world of constructions bisimulation would appear to be the more suitable equivalence. 
Linear Higher-order Dataflow via Geometry of Interaction
The Geometry of Interaction program was invented by Girard in his analysis of the fine structure of cut elimination (Girard, 1989a; Girard, 1989b) . His basic insight was that higher order structure could be understood in terms of trace but this understanding was hidden in the mathematical setting -Hilbert spaces and traces of operators -that he used. Several people had the idea that Girard's Geometry of Interaction construction could be understood in terms of a trace operator on a monoidal category. Two well known accounts of this appear in (Joyal, Street and Verity, 1996b) and (Abramsky, 1996) .
We will just give the main definition, for more details see (Joyal, Street and Verity, 1996b; Abramsky, 1996) . Essentially, one obtains a (linear) higher-order model by working with processes with bi-directional "input" and "output". These processes are implemented by uni-directional processes of the underlying category in the obvious way, regarding negative, i.e. reversed, input channels as output channels and negative output as input. (Abramsky et al., 1994; Gay, 1995) . That is, instead of 9 1 " !¤ use the category with objects being path categories as usual, but taking arrows to be equivalence classes with respect to open map bisimulation. By Thm. 6.2 this is indeed well defined and it is easy to check that we get a traced (strict) symmetric monoidal category. Since the pseudofunctor 
Concluding Remarks
The upshot of the work in this paper is a treatment of non-deterministic dataflow within the framework of categorical models for concurrency that unifies different phenomena -asynchrony and synchrony in our case -and different viewpoints of dataflow networks: dataflow composition as relational composition, dataflow processes as categorical constructs and the concrete views of dataflow networks as port automata and as sequences of events encoding causality. In particular, we obtain a bisimulation congruence from the bisimulation from open maps approach, and dataflow feedback is shown as an instance of a trace operation in a category. This allows one to adapt the ideas from the geometry of interaction program to give a smooth treatment of higherorder processes. The development was carried out for dataflow networks between simple stream domains for ease of presentation. However, the results only depend on the domains having a countable basis satisfying the descending chain condition. It remains to explore systematically the full family of models for dataflow, relating automata, event structure and traces-based models to the relational model, following the pattern set in (Winskel and Nielsen, 1995) . This analysis would include the models of scenarios studied in (Brock, 1983; Brock and Ackerman, 1981) and the generalized models in (Abramsky, 1990) .
The seemingly close relationship between the model of stable port profunctors and the much more concrete model in (Staples and Nguyen, 1985) should also be investigated.
It is an interesting question to find a more abstract characterisation of the trace in the profunctor model; the present one relies much on the concrete representation of profunctors as portautomata. A step in this direction is taken in (Hildebrandt, 2000) , where it is shown that the trace satisfies a uniformity property suggested in the thesis of Hasegawa (Hasegawa, 1997a) and also studied in (Selinger, 1999; Hasegawa, 2003) as a generalization of uniformity for fixed-point operators. Another possibility is to explore the relationship to stable domains and generalise the approach in (Abramsky, 1990) .
The simplification to disregard fairness helped identifying the category of profunctors as a relational model of indeterminate dataflow. We hope to incorporate fairness into the profunctor model along the lines in (Hildebrandt, 1999a; Hildebrandt, 1999b) using separated presheaves over path categories including completed, i.e. possibly infinite computations.
Appendix A. Traced Monoidal Properties
We show here that the trace as given by Def. 5.2 satisfies all the properties of a traced monoidal category up to isomorphism.
We first introduce a more general notion of trace, in which two arbitrary ports can be con- .
The following lemma states a generalised Yanking property, the straightforward proof is omitted. 
is a quasi-pullback. Subjectiveness is easily verified. For the quasi-pullback property it follows by induction that it is enough to consider a class of arrows from which all arrows can be obtained by finitely many compositions. Consequently, it suffices to consider the cases 1.
is an iso, i.e. . For the cases 2-5, we use that the diagram 28 is a quasi-pullback and use axioms U1,U2 repeatedly. We will only go through case 2, the other cases are treated in a similar fashion.
We want to show that 
