Introduction
In recent years, significant efforts have been made by the robotics research community to simplify and improve the performance and control of manipulators. An interesting example is binary manipulators ͓1-6͔. In this concept, a manipulator is controlled by energizing actuators that can assume only one of two states ͑''on'' or ''off''͒. The joint level control is very simple. By simply triggering the given actuator in the system a discrete change in state is obtained. Often, the control does not require feedback sensors. The two states are the extreme positions of the actuator. Examples include pistons, solenoids or motors. This form of control has been classified as sensor-less manipulation ͓2,3,7͔. As the number of binary actuators in the system increases, the capabilities of the device approach that of a conventional continuous manipulator. This is analogous to the revolution of the digital computer replacing the analog computer. However, this leads to mechanisms with complex system kinematics. Studies of the kinematics and control of such ''hyper-redundant'' manipulators, both with and without binary actuation have been performed ͓1,8 -16͔.
Future space robotic missions will require robots to perform complex tasks such as scouting, mining, conducting science experiments, and constructing facilities for human explorers and settlers ͓4,17͔. To accomplish these objectives, future planetary robotic systems will need to work faster, travel larger distances, perform highly complex operations, and work with a higher degree of autonomy than today's technology will permit. New and practical design concepts are required to meet these challenges. For example, robots will require devices for deploying communication antennas, rapidly positioning scientific sensors and facilitating assembly ͓17͔. Such devices may also have commercial medical applications where simple, robust and accurate mechanisms for positioning surgical tools are needed.
A single, yet lightweight, robust and simple device that could perform a number of these tasks would be highly desirable. It would need to have fine motion resolution, a large motion workspace, multiple degrees of freedom, control simplicity, and have a small stowed volume. Designing such a system posses several complex challenges such as keeping the system lightweight, simple, accurate and choosing the number of degrees of freedom needed. To address some of these challenges, we need to explore methods to reduce mechanical complexity introduced by conventional bulky components and large number of power wires. The use of non-conventional components such as binary muscle-type actuators and elastic bistable joints is appealing. However, these introduce new limitations. Elastic joints have a finite range of motion and short fatigue lives. Shape Memory Alloy ͑SMA͒ muscle wires have stringent thermal, geometric and mechanical properties and consume a lot of power.
This paper presents the design of an element that is intended to meet these requirements and overcome the challenges. This device, called a Binary Robotic Articulated Intelligent Device ͑BRAID͒, consists of compliant mechanisms with large numbers of embedded actuators and is a step toward practical implementation of binary devices for space robotic systems. Figure 1 shows a potential application concept for the BRAID element. In some ways it resembles deployable systems that have been used in the past for space applications as: deployable booms, solar arrays, antennas, articulated masts and others ͓18 -21͔. These devices can be deployed from a small package into relatively large structures. However, in general these structures are not controllable in terms of being able to assume different commanded configurations. Once deployed, they are usually not retractable. They are also usually constructed from heavy and complex components, such as gears, motors, cables, etc., although there are some notable exceptions ͓4,22,23͔.
This paper addresses the design issues, system kinematics, and practical implementation concerns that go into developing such a system. The BRAID element is made of a serial chain of parallel stages ͑see Fig. 2͑a͒͒ . Each three DOF stage has three flexurebased legs, each with muscle type binary actuators. In the experimental system described in this paper these are shape memory alloy ͑SMA͒ actuators. As discussed later, more promising polymer actuators are now being implemented in this study. Muscle actuation allows binary operation of each leg. The flexures are simple and light weight. The experimental BRAID built consists of five parallel stages, yielding 15 binary degrees of freedom. Thus it has 2 15 (32,768) discrete configurations. Thus, the system can approximate a continuous system in dexterity and utility. By its polymer construction and binary actuation the design is very lightweight and simple, appropriate for space exploration systems. This paper is divided as follows: Section 2 describes the parallel link stage design of the BRAID element. Section 3 explains the kinematics of the BRAID. Section 4 presents a discussion of its actuators and the actuator control. Section 5 presents the first generation in experimental implementation of the BRAID. Figure 2͑b͒ shows one stage of the BRAID element. Each parallel link stage has three legs. Each leg has three flexure jointstwo one DOF joints and one three DOF joint. This results in five axes per leg: three in parallel, the fourth orthogonal to the first three and the fifth orthogonal to the fourth. Coupling the three legs together ͑symmetrically 120°apart͒ gives the parallel link stage three DOF mobility ͑vertical translation, pitch, and yaw͒ controlled by actuators placed on each leg. However, in the physical implementation of the design ͑see Fig. 2͑b͒͒ the fifth DOF in each leg was removed, since this motion is small and can be accommodated by elastic deflections. This is described in greater detail in Section 3.
BRAID Design
The concept of using flexures to replace hinges and bearings is not new. Short plastic hinges can commonly be seen in commercial applications such as cabinet doors, tool box lids, shampoo bottle caps, etc. Their design requires careful attention to their structure mechanics. In the BRAID application large ranges of motion and low stiffnesses in the axes of rotation are desired, while maintaining high stiffnesses in all other axes. Repeated bending of a flexure can cause fatigue failure. The relationship between performance and fatigue life can be estimated to first order by considering a simple beam of thickness t, with Young's modulus E, bent elastically to a radius of R. The surface strain and maximum elastic stress is given by:
This stress must not exceed the fatigue yield strength of the material, f . Hence, the minimum bend radius is given by:
Materials that can be bent to the smallest radius or the ones where M ͑defined in Eq. ͑2͒͒ is maximized are desirable because they give the largest range of motion. Literature suggests the best choices are polymeric materials and elastomers with M equal to 3ϫ10 Ϫ2 ͓24͔. Materials such as polyethylene, polypropylene and nylon fall into this category. For comparison, for spring steel M equals 0.5ϫ10 Ϫ2 ͑which would be appropriate when high stiffness and small range of motion is desired͒. An ultra high molecular weight polyethylene is chosen here, based on its machinability, fatigue life, stiffness, weight, and cost.
Actuation of each leg is accomplished using a muscle-type twostate ͑or binary͒ actuator such as an SMA. If each leg has only one actuator ͑an SMA wire in tension͒ the restoration force to change the binary states is provided by the elastic flexure joints. On the other hand, if a pair of antagonistic actuators is used, the elastic restoration force is not needed. As proposed in the past, detents Transactions of the ASME help lock each binary leg into a discrete state ͑see Fig. 3͒ and provide more accurate and repeatable positioning ͓4,6͔. They also eliminate the need for power while the BRAID is stationary.
Kinematics
3.1 Forward Kinematics. Binary devices present a number of challenges not found in conventional continuous systems. For example, a continuous robot can reach an infinite number of points within its workspace while a binary robot can only reach a finite number of points. A binary robot's workspace is thus a discrete point cloud. A BRAID based system adds further challenges, due to the complexity of its kinematics. A typical four by four homogeneous transformation matrix is formulated as a combination of a rotation matrix and a translation vector of one coordinate frame with respect to another. The kinematic variables are then three rotational and three translational variables ͑six DOF͒. In a single parallel link stage of the BRAID system, the three legs are positioned about the vertices of two equilateral triangles ͑see Fig.  4͑b͒͒ . Additionally, based on the joint configuration of each leg, the single stage has only three degrees of freedom-pitch ( x ) and yaw ( y ) rotations and a vertical ͑z͒ translation ͑coupling effects lead to non-independent motions in the x and y directions as well͒. In general, given the four by four transformation matrix A iϪ1,i , of the ith coordinate frame with respect to the iϪ1th coordinate frame ͑see Fig. 4͑b͒͒ , one can derive the forward kinematics of the entire n-staged system. A 0n defines the forward kinematics from base to end-effector of the entire system and is simply given by:
where A iϪ1,i is given by:
(I 3ϫ3 is the 3ϫ3 identity matrix͒ and the 3ϫ3 rotation matrices R x i and R y i are given by: 
where
where 
Next, the vertical projections (b 2 2 and b 3 2 ) of the leg lengths, l 2 i and l 3 i , are found from the following:
Figures 5 and 6 shows the projections of sections ABCD and EFGH defined in Fig. 4 . Using these projections, the relationship between the desired unknowns, z i , x i , y i and the known link
First from Fig. 5 , h 1 i can be found as:
A relationship between the angles 1 , 2 , 3 , 4 , and x , can also be established: 
Using Eqs. ͑18-23͒ and plugging into Eq. ͑24͒ we get one equation in two unknowns ( x and y ). A similar equation can be derived using the geometry in Fig. 6 . From Fig. 6 , h 2 i and h 3 i are found as follows:
Once again, a relationship between the angles ␣ 1 , ␣ 2 , ␣ 3 , ␣ 4 , and y , can be established:
ͪ where
Also from Fig. 6 we have:
Using Eqs. ͑18,19-29͒ and plugging into Eq. ͑30͒, we get one equation in two unknowns ( x and y ). Equations ͑24͒ and ͑30͒ now give two independent equations in two unknowns. However, both are highly non-linear transcedental equations and can only be solved numerically. A Newton-Raphson algorithm was implemented to solve for the unknowns, x and y . Finally, the vertical translation can be solved using solutions for x and y and Eq. ͑31͒:
This is the general solution for the BRAID system for the given leg lengths. Hence, A iϪ1,i is only a function of the variable leg lengths of the ith stage (l 1,2,3 i ). However, for a binary system, since only two leg lengths need to be considered, given one of the two lengths ͑i.e., the maximum or open leg length͒ the second one is then a well defined function of the first. This is found as follows. The minimum value of the leg length l 1 i , given the maximum value of h 1 i ͑from Fig. 5͒ is found by solving:
The minimum value of the leg length h 1 i given the maximum value of l 1 i ͑from Fig. 5͒ is found by solving: Transactions of the ASME
The minimum leg length h 2 i given max h 3 i ͑from Fig. 6͒ is found by solving:
Since every leg in the system can be in only one of two states ͑binary͒, each leg length can have only one of two values. Hence, each term of A iϪ1,i can have only 8 different discrete values corresponding to the 8 possible states of a single BRAID stage ͑see Fig. 7͒ . An interesting aspect of binary robotic devices is that forward kinematics computations, described above, can be done without repeated use of trigonometric computations during runtime. Whereas continuous robots have infinite solution spaces requiring complex geometric calculations be performed during runtime, binary-actuated robot geometries can be computed offline ahead of time since there are only a finite number of states involved. The solution of the module kinematics need only be solved once, possibly on a different computer than the one being used for real-time control. During run-time, forward kinematic computations are reduced to simple matrix multiplication, based on values stored in memory. No computationally costly mathematics is required at run-time and can be implemented with the most basic processing capabilities. Figure 8 shows the workspace generated for a 5 stage BRAID element. The workspace for this example consists of 2 15 unique states. However, the workspace is clearly non-uniform in its distribution. Optimization of this workspace in terms of density of reachable states is an area of continuing research.
The forward kinematic calculations can be further extended to formulate the BRAID system Jacobian matrix, J BRAID . Currently, no closed form solution to J BRAID is known. However, the above forward kinematics formulation may be directly applied for online numerical computation of J BRAID . Well known applications of this matrix include relating the end-point Cartesian motions (ṗ ) to the individual joint motions (q ) and end-point forces/torques ͑F͒ to the individual joint level forces ͑͒, independent of binary actuation. This is summarized in Equation ͑35͒:
In particular, the latter allows for an efficient end-point force control formulation architecture. In this architecture, the required endpoint forces would be generated using the above relationship. However, due to the hyper-redundancy of the BRAID, we may concurrently establish desired end-point positions. This hybridhyper-redundant manipulator control architecture with binary actuator inputs is currently under development.
Inverse Kinematics.
Once the forward kinematics of the system have been developed, the problem of executing practical tasks requires the solution to the inverse kinematics problem. While the hardware costs and control complexity of a binary manipulator are lower than those of a continuously-actuated manipulator, there is a tradeoff in the complexity of the trajectory planning and inverse kinematics software. As expected, the inverse kinematics problem cannot be expressed in a closed form solution. Brute force or exhaustive search methods may prove appealing for systems with few stages ͑less than 5͒, but become impractical for larger systems. As the number of degrees of freedom increase, the complexity of the workspace grows exponentially. For every additional stage there is about an order of magnitude increase in the number of states in the workspace. Hence, for large systems more efficient search methods are required to find ''optimum'' solutions. This section presents two possible search methods for the inverse kinematics problem. The first is a genetic search algorithm and the second is a combinatorial heuristic search algorithm. The search metric for both algorithms is to minimize the distance between the end-effector and desired position. Both algorithms will be briefly described and their results will be presented.
Genetic Search Algorithm.
Here a classical genetic algorithm approach for finding an optimum solution is used, where each generation consists of m-bit binary words describing the manipulator state ͑where m is the number of actuators͒. The genetic algorithm begins with a set of random manipulator solution states, called a generation. The genetic algorithm uses simple physicallybased rules, or tests, to produce a fitness value for a given manipulator configuration. The fitness value is used to compare one manipulator state to another. For the task at hand, fitness is simply defined as the error between the current end-effector position and the desired position. To generate successive generations of solutions, the algorithm allows for reproduction, genetic crossover and genetic mutation. The probability of reproduction is proportional to the fitness value of a solution. Solutions with better fitness values have a better chance of being reproduced in the next generation. The algorithm then combines some attributes from one solution with those of another, selected from the set of reproduced solutions. This process is called crossover. The algorithm may also add new characteristics that were not present in the previous generation. This process is called mutation. Using the techniques of crossover and mutation, a new generation of manipulator configurations, is evolved. Appropriately designed genetic search algorithms will converge to a locally optimum solution. This algorithm design involves selection of a fitness function, crossover and mutation probabilities, and the population size. A full description of genetic algorithms can be found in ͓25͔.
Combinatorial Heuristic Search
Algorithm. This algorithm was first described in ͓3͔. To avoid exponential growth of the search space as the number of actuators grow, the inverse kinematics are solved by changing the state of only a few actuators at any given time. This is perceived as a k-bit change to the given system state, where any system state is defined by an m-bit word ͑m is the number of actuators͒. At any state all possible changes ͑up to k-bits, where kрm) are evaluated to determine the one that optimizes the search metric ͑i.e., reduces the error between the end-effector position and the desired position͒. This optimal change forms the new state of the system and the search procedure repeats until convergence. This search method reduces the computational complexity from O(2 m ) to O(m k ) or from exponential computational time to polynomial computational time. This is seen through the following observation. For the binary robot being considered with m actuators, moving towards its target by changing up to k-bits requires a search through (m/0) ϩ(m/1)ϩ . . . ϩ(m/k) possible states, where (m/k)ϭm!/k!(m Ϫk)!. Expanding these terms, the highest power of m is found to be k. An exhaustive search of same system would require exactly 2 m search states.
Search Algorithm Simulation
Results. Performance of the two search methods is quantified on a stochastic basis using a Monte Carlo method. One hundred target points are selected randomly within the volume of a binary workspace cloud. The targets are chosen from within a spherical region, whose radius is roughly 90% of the radius of the actual point cloud. Each target is given a random orientation. The inverse kinematics for each target point is then solved for and the solution times, displacement and angular errors are computed and recorded. For comparison, results from exhaustive searching are also presented. Simulations were performed on a 750 MHz Pentium III computer. Figure 9 shows the times for solving the inverse kinematics problem using the two algorithms described above. The exhaustive search proves to be quite fast for systems with less than 12 DOF ͑4 parallel link stages͒, the combinatorial algorithm is the fastest for systems having between 12 and 40 DOF, and the genetic algorithm fastest for larger systems. As mentioned earlier, with increasing complexity of the workspace ͑i.e., increasing DOF͒, solution times associated with exhaustive searching grow exponentially. However, both the genetic algorithm and combinatorial search methods appear to converge to solutions that require polynomial computational times.
Errors in position and orientation for the various algorithms are also quantified. Figure 10 shows how the average errors drop as a function of the number of BRAID stages for the combinatorial and genetic search algorithms. Note that after about 10 stages ͑30 DOF͒, there are only marginal improvements in performance with increasing number of DOF. An example of the distribution of the errors is shown in Fig. 11 for the case of a 15 stage ͑45 DOF͒ BRAID. The shapes of the error distributions are very similar for each of the algorithms, and most closely resemble a gamma distribution. The outliers are generally near the boundaries of the workspace, and in practice tasks could be planned to avoid these regions. Figure 12 shows an example of convergence of the two search algorithms to reach a single random point as the number of stages ͑n͒ of the BRAID changes. The actuated leg length is normalized to one inch. Figure 12 shows that, the steady state error decreases with increasing n. Note that the absolute error difference ͑after convergence͒ for 12 stages and 17 stages is 0.015 inches. Thus, although the number of reachable points and the workspace increases significantly with the number of stages, the accuracy to reach a particular point may not necessarily increase significantly.
These errors should not be viewed as the results of a fully optimized system. The same stage geometry is used for all the Transactions of the ASME systems analyzed, regardless of DOF. In reality, an optimized stage geometry would be different for a 9-DOF system than a 90-DOF system. Consequently, numerical optimization of all the geometric parameters would need to be carried out to determine more accurate limits on the errors of such systems.
Curve Fitting.
For several practical tasks, in addition to endpoint positioning, the BRAID system may be required to fit a curve. For example, in the placement of a sensor while avoiding obstacles, the BRAID mechanism would have to appropriately bend around the obstacles ͑see Fig. 13͒ . Such curves may be formed as splines, polynomials or other approximations of curves around obstacles defined using way-points ͑or sometimes called via-points͒. In such scenarios the hyper-redundancy of the system must be exploited. Conceptually, this inverse kinematics problem is equivalent to the endpoint-positioning problem, as it requires the sequential iteration of the inverse kinematics solution on each intermediate stage. Each stage has an associated desired ''endpoint'' position that lies on the curve-or as close as possible to the curve. The genetic search algorithm is modified and applied to this problem. Fitness of a given system state is defined as the r.m.s. error formed by the individual displacement errors from each stage of the BRAID with respect to the desired curve. Although several possible fitness functions or search metrics may be employed, this works well. The ability to plan such a task is a prerequisite for demonstrating feasibility and utility of the binary robotic concept in real-world scenarios.
Simulations are carried out to demonstrate the feasibility of planning actuator sequences. Cubic spline curves are randomly generated within the BRAID mechanism's workspace, by identifying a set of way-points. An example of such a curve is seen in Fig. 14 using 5 way-points. In Fig. 14 , the curve is projected on to the XZ plane and the units are normalized with respect to the maximum displacement of a single BRAID stage.
R.M.S. errors in position of the BRAID with respect to the desired curve are presented. 100 cubic spline curves are generated and tested for each of the n-staged BRAIDs. Figure 15 shows the relation of the average r.m.s. displacement errors as a function of the number of stages in the BRAID for the genetic search algorithm. Note that for practical applications high DOF BRAID systems would be necessary. Thus the simulation was carried out for a minimum of 10 stage BRAIDs. This effect is also reflected in Fig. 15 where the average r.m.s. displacement errors decreases significantly after 10 stages, and tapers off at about 40 stages. An example of the distribution of the errors is shown in Fig. 16 for the case of a 50 staged BRAID. Again, the shapes of the error distributions most closely resemble a gamma distribution. The outliers are generally near the boundaries of the workspace, and in practice tasks could be planned to avoid these regions.
Actuator Control
For some applications, a hyper-redundant BRAID would need a large number of actuators. In the future, the actuators would be expected to be polymer-based smart materials, such as conducting polymers and electrostrictive polymers ͓26,27͔. However, while these materials are anticipated to meet the needs of the concept in the future, they have not yet reached a sufficient state of development to perform practical experimental demonstrations in devices today. In the near term, shape memory alloys ͑SMAs͒ are being used as surrogate muscle actuators. SMAs are a class of alloys which are able to remember their shape and are able to return to that shape after being deformed, given a certain temperature change ͓28͔. These alloys can be used as actuators, as the ratio of the deformation stress to the recovery stress can be higher than 10 to 1. It is proposed that each link be actuated by a pair of antagonistic SMA wires, which open and close the link. Appropriate wire length and thickness are easily determined based on the range of motion and the force output desired. For this laboratory demonstration, the payload is assumed to be a sensor such as a CCD camera weighing less than 50 grams. The stiffness of the antagonistic pair and the flexures must also be accounted for. However, the design of the SMA actuators is not a serious challenge.
To actuate the BRAID element, the actuators need to be triggered selectively, as required by the inverse kinematics. Conceptually, such a binary control is simple requiring no sensory feedback. However, the large number of actuators can rapidly make the physical realization of such a system difficult, if each actuator requires unique power supply lines. A multitude of wiring introduces possibility for error and would result in additional weight and volume, large external forces, and complexity. The BRAID concept uses a more compact and efficient form of supplying power and control ͑see Fig. 17͒ . A common power line and ground are provided to all the actuators. Each actuator has a small ''decoder'' chip that can be triggered into either binary state by a carrier signal ''piggybacked'' on the power line. The carrier signal is a sequence of pulses that identifies a unique address in the form of a binary word for the actuator that requires toggling. This architecture reduces the wiring of the entire system to only two wires ͑see Fig. 17͒ . This can easily be implemented in the form of conducting paint/tape ͑on the non-conducting polyethylene substrate͒. This bus architecture is currently being implemented.
The signal ͑consisting of a sequence of pulses͒ is extracted from the main power line by a simple Thevenin voltage divider. This is then driven through a de-bouncer circuit to remove noise. A counter then adds the number of pulses in the pulse train. The output of the counter forms the binary address of the SMA to be triggered ͑on or off͒. A buffer between the counter output and the latching circuit prevents intermediate count values to accidentally trigger the wrong SMA.
The buffer can be implemented in several ways. Two possibilities are described here. First, an RC delay can be used. The resistor ͑R͒ and capacitor ͑C͒ values can be changed so as to adjust the rise time (tϭ0.63 R C), to allow sufficient time for the entire signal to be processed by the counter before TTL ͑or CMOS͒ voltage thresholds are reached. Hence, the output of the counter affects the latching circuit only after a delay equal to the rise time. To be practical ͑allowing for variations in signal transfer time͒, this may require large values for the resistance and capacitance terms, making the circuit bulky.
A second option for the buffer is to use a series of flip-flops triggered by an end-of-pulse-train flag, added to the signal line in the form of a voltage spike. By introducing another voltage divider between the signal line and the buffer, all address pulses can be ignored as they would lie below the TTL ͑or CMOS͒ voltage threshold level. Hence, the buffer would only be triggered by the end-of-pulse-train flag. For example, for TTL thresholds ͑1.3V͒, the signal line with address pulses could peak at 2V. A 2.5:1 voltage divider would force the buffer to see a 0.8V ͑ϽTTL thresh.͒ signal. The buffer trigger pulse would peak at 5V on the signal line. This would force the buffer to see a 2V ͑ϾTTL thresh.͒ signal, thus triggering it. This end-of-pulse-train flag can also be used to reset the counter. In testing, the second method proves to be more reliable and was implemented. After the buffer acquires the signal, a latching circuit decodes the address using standard combinatorial logic, and latches it to the appropriate actuator trigger line using sequential logic ͑see Fig. 18͒ . For simplicity in fabrication each decoder chip can be identical, having as Transactions of the ASME 
Experimental System
The experimental system constructed is shown in Fig. 19 . It consists of five parallel link stages coupled serially, giving a 5 DOF end-effector. This device has yet to have its bistable joints installed. With binary control this structure has 2 3ϫ5 ͑or 32768͒ possible states giving the device suitable freedom for a number of applications. For other applications this could be extended to 10 or 20 stages giving 2 3ϫ20 ͑approximately 10 18 ) possible states. While this closely approximates a continuous workspace, it leads to some interesting inverse kinematic problems due to the hyperredundancy of the system, ͑see Section 3͒. A second generation of the BRAID system is currently in progress. This system will incorporate changes in the hinge/flexure design to increase the fatigue life and improve the stiffness of the joints in each leg of the BRAID. Additionally, bistable elements, such as those described in section 2, will be incorporated. This will reduce power consumption needed to drive the BRAID. Finally, new binary type actuators are being evaluated to overcome thermal, mechanical, and geometric limitations of SMA actuators. Polymer actuators ͑such as Electrostrictive Polymer Artificial Muscle͒ may allow for reduction in size, weight and power usage, with increased range of motion, higher forces and longer fatigue life.
Conclusions
A new lightweight hyper-redundant binary device with potential application to space robotics systems has been presented. Such a system may be used for the deployment of booms and antennas, rapid and accurate positioning of sensors, and manipulation requiring simple and highly articulated onboard manipulators, all while maintaining a small stowed volume. This device is comprised of a serial chain of parallel stages and can collapse to a small stowed volume. Each stage is composed of three flexurebased elements, each with muscle type actuators, permitting only binary operation of each link. Each parallel link stage has 3 DOF. By coupling these parallel stages in series, a 5 DOF end-effector pose is obtained. With a large number of actuators, this system can approximate a continuous system in dexterity and utility. In such a system, only a binary word command signal is needed to control the motion of the entire system. Controller feedback and the corresponding computational load is completely eliminated. This scheme eliminates all but one power and one ground line in the system. The system does not have a closed form solution of its forward kinematics. Numerical solutions to the BRAID inverse kinematics problem ͑or trajectory planning͒, are also presented. These search techniques are based on a genetic algorithm and a combinatorial heuristic algorithm. Both methods prove to be highly efficient as compared to exhaustive search methods. The workspace of such manipulators and the actuator triggering sequence are areas of current study. Such optimizations would allow for better distributed workspaces, allowing good dexterity throughout a region. Preliminary experimental results show good promise ͓4,6͔. Further, to eliminate the need for individual power wires to the large array of actuators, a system power bus structure has been developed. Current work continues to explore the flexure/hinge design of the BRAID to increase the fatique life and improve the stiffness of the structure. Further, bistable elements Transactions of the ASME will be incorporated at each hinge. Alternative actuation schemes, such as Electrostrictive Polymer Artificial Muscles ͑EPAM͒, are being explored.
