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El IoT (Internet de las Cosas) se está materializando a nuestro alrededor. El incremento 
en el uso de los dispositivos que se conectan a internet ha dado lugar a un inmenso 
crecimiento en la cantidad de información y producción de datos suscitados por los 
dispositivos y sus usuarios. Esta situación está generando la saturación de la 
infraestructura de red y los centros de datos, presentando desafíos en niveles como el 
ancho de banda y la latencia de la red. Aquí es donde interviene el Cómputo en el Borde 
o Edge Computing, permitiendo un procesamiento eficiente con la latencia más baja 
posible. Dado que los nodos Edge y los dispositivos IoT pueden pertenecer a diferentes 
dominios (es decir, están administrados por diferentes entidades), pueden surgir intereses 
en conflicto. Por lo tanto, es fundamental asegurarse de que si los dispositivos IoT delegan 
tareas computacionales a los nodos de Edge, se otorgará una recompensa proporcional a 
cambio. 
El objetivo principal de este estudio consiste en el desarrollo de una prueba de concepto 
para demostrar que esa delegación y procesado de datos a la tecnología del Borde se puede 
hacer de manera segura a través de la blockchain y los contratos inteligentes. En la 
actualidad, la blockchain junto con nuevos desarrollos digitales como el Big Data o el 
IoT, está catalogada como una tecnología que formará parte de la próxima revolución 
digital. Presenta un gran potencial que podría utilizarse para cuestiones tan importantes 
como el registro de patentes, o el voto electrónico, permitiendo que en una elección los 
votos se registren anónimamente, que la misma persona no pueda votar más de una vez y 
que ningún voto pueda ser manipulado. Sin embargo, una de sus aplicaciones más 
emergentes y relevantes son los contratos inteligentes, que abren un nuevo horizonte para 
la automatización de un acuerdo o contrato. Sus posibilidades, junto con tecnologías 
como el IoT mencionado, únicamente están limitadas por la imaginación. 
El desarrollo de esta prueba de concepto se ha realizado utilizando la blockchain de 
Ethereum y los lenguajes de programación Java y Solidity, integrados mediante la 
biblioteca web3j. Además, para que sea más fácil de usar, se ha desarrollado una pequeña 
interfaz de usuario que muestra las opciones disponibles.  
Finalmente, después de verificar que la prueba de concepto cumple con los requisitos 
definidos y que funciona correctamente a través de un plan de pruebas, se ha llegado a la 
conclusión de que las necesidades de eficiencia impuestas por el inminente aumento de 
dispositivos IoT se pueden cumplir gracias a nuevos paradigmas como el Cómputo en el 
Borde o Edge Computing de manera totalmente segura sin intermediarios a través de la 
blockchain en combinación con los contratos inteligentes. 
Para fomentar nuevos desarrollos en esta dirección, todo el código estará disponible de 
forma gratuita a través de GitHub. 
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In this first section the context and motivation of the project is presented, where it is 
justified why this topic has been chosen and why it is important. It also includes the 
definition of the specific objectives, the legislative framework, the socioeconomic 
environment and the structure of the present document. 
 
1.1 Context and motivation 
With the development of technology, all sectors have suffered an explosive growth of 
mobile communications. The boom of IoT devices is due to the increasing presence in 
the market of smartphones, virtual assistants, sensors and smart devices. According to 
Europa Press, “by 2020 there will be near 21 billion IoT devices connected”, a significant 
increase compared with the near 5 billion there were in 2015 [1].   
These IoT devices are characterized by being resource-constrained devices equipped with 
processors, sensors, actuators and communication modules with the ability to obtain and 
process data. Thanks to all the information obtained from these sensors and other 
connected devices, multiple applications could be made, such as controlling medical 
patients, managing traffic or making predictions by recognizing patterns in data, and all 
in real time. However, IoT devices present major computing, storage, memory and power 
limitations that make the pre-processing and processing of data for these purposes on the 
device itself costlier than delegating them to a computing architecture with greater 
capabilities. Until now, that task delegation was done to the cloud, but due to the 
continuous growth of the Internet of Things, a new need has appeared: efficient 
processing with the lowest possible latency. 
Edge Computing technology and IoT go hand in hand. As NetworkWorld defines [2], 
“Edge computing allows data produced by internet of things (IoT) devices to be processed 
closer to where it is created instead of sending it across long routes to data centres or 
clouds”. This presents a fundamental advantage, since “doing this computing closer to 
the edge of the network lets organizations analyse important data in near real-time”. 
At present, there are a large number of organizations that are looking for the deployment 
of Edge computing because of its direct involvement with 5G, like the OpenFog 
consortium, founded by ARM, Cisco, Dell, Intel, Microsoft and Princeton University in 
November 2015, whose objective is to standardize and promote Edge computing [3]. 
According to NetworkWorld [4], “the rise of 5G coincides with the explosion of 
connected devices and systems associated with the Internet of Things (IoT)”, since the 
increase in data production due to the increase of IoT devices has multiplied the needs of 
bandwidth in the networks. 5G networks will be designed to reach the level of 
performance needed by the Internet of Things. In accordance with Cisco, one of the main 
precursors of these technologies, these networks will allow 1 ms. latency, an average data 
rate of 10 to 100 times better than 4G LTE networks —up to 1 Gbps. or faster in some 
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cases— and will be designed to support up to 100,000 active devices in a square kilometre 
compared to the 2,000 active devices that allows 4G LTE [5]. 
Hence, given the relevance of IoT devices, the need of lower latencies and use of the 
network infrastructure, added to the imminent arrival of these new technologies, the fact 
of not having a system that allows IoT devices to delegate tasks in Edge nodes makes this 
situation a problem important enough to receive the attention of the research community. 
Fig. 1.1 shows the technological environment that is going to be treated, where there are 
Edge nodes and IoT devices. 
 
 
Fig. 1.1 Technological environment 
 
The issue that arises from this environment is that IoT devices and Edge nodes may not 
belong to the same administrative domain, and therefore they might have conflicting 
interests. To avoid this, the common approximation would be to use a TTP (Trusted Third 
Party) [6], but it could also be assumed that both belong to the same administrative 
domain or simply be left to chance. The problem of having a TTP is that you have to rely 
in a single entity. It is simpler, but it means putting all the risk in a single point. That is 
why it is convenient to look for solutions that offer a distributed TTP and for which an 
approximation based on blockchain technology is proposed, where there is not a single 
TTP but there are a set of entities that globally act as a TTP, although none of them 
properly it is. In this way, one of the parties will do the work and at the same time it is 
guaranteed that it will receive a consideration for doing so. 
At present, the blockchain along with new digital developments, such as Big Data or IoT, 
is catalogued as a technology that will be part of the next digital revolution [7]. As with 
Edge computing, technology manufacturers and financial services companies have started 
forming consortiums to promote blockchain technology, like Hyperledger Project and R3. 
Led by the Linux Foundation, the Hyperledger Project includes large companies like IBM 
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and Intel and according to Blockonomi [8], “the objective of the Hyperledger Project is 
to facilitate the collaboration between businesses, developers, and other enterprises in the 
field of distributed ledger technology”. On the other hand, R3 focuses more on financial 
institutions, including banks such as Barclays and Wells Fargo, and promotes the design 
and development of a platform for financial services that drives future blockchain 
applications.  
Therefore, the technological environment will be composed by IoT devices that obtain 
data, by Edge nodes on which the delegation of data processing will be carried out, which 
will be extended thanks to 5G, and by nodes of the blockchain as an approximation, as 
reflected in Fig. 1.2.  
 
 
Fig. 1.2 Technological environment + approximation 
 
1.2 Objectives 
The main objective of this study is to develop a PoC (Proof of Concept) that allows task 
delegation between IoT devices and Edge nodes in a fair and secure way without the need 
of third parties by making use of the blockchain and its applications, so that one of the 
parties does the work and at the same time it is guaranteed that it will receive a 
consideration for doing so. In this way, it will be possible to face the current limitations 
of IoT devices and to provide a more fluid and immediate user experience reducing 
latencies and giving complete control over the process. 
Specifically, the objectives aimed to be obtained by the accomplishment of this study are 
the following ones: 
1. Analyse and determine the best technologies to carry out the PoC based on the 
blockchain that adapt to the requirements of the project. 
2. Design and implement the proposed solution and verify its correct performance 
through a test plan. 
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1.3 Legislative framework 
For IoT devices, and in general any electronic device, there is no legislative framework 
beyond the existing regulation for its design and operation. Within the scope of the 
European Economic Space (formed by the EU plus Iceland, Liechtenstein and Norway), 
all those products included in the scope of application of any of the European New 
Approach Directives [9] must necessarily carry what is known as CE marking. According 
to europa.eu [10], the CE mark “constitutes the proof that the product has been evaluated 
and meets the requirements of safety, health and environmental protection required by 
the EU”. Although this framework does not directly affect this PoC, it must be considered 
as it may impose technical limitations. 
Another legislative framework to be taken into account is the one regarding the 
blockchain. In essence, the blockchain is a distributed database that allows to create 
private reliably transactions without intermediaries, and it is because of these 
characteristics, that its applications are only limited by imagination. Up until now, its 
most widespread use resides in the financial field with cryptocurrencies. 
Although Bitcoin, the first cryptocurrency, came into operation in 2009, that is, more than 
9 years ago, the legislation that regulates everything related to cryptocurrencies is still 
very basic. Nevertheless, the continuous growth of the implementation in the use of 
cryptocurrencies is causing the incorporation of more regulations in all aspects.  
According to Diario Jurídico, “each country has been facing the imposition of regulations 
that regulate the use of cryptocurrencies independently in such a way that there are 
already governments that prevent and sanction the activities carried out through these 
systems and, on the other hand, others that not only allow them, but that are already 
prepared to issue their own cryptocurrency” [11]. 
Within the scope of the EU (European Union), one of the most important issues is to 
avoid the use of this new system for tax fraud, money laundering or terrorist financing. 
For this reason, in 2014 the EBA (European Banking Authority) released a series of 
recommendations and the European Commission published a proposal for a Directive 
intended to avoid these ends finally approved in May 2015, the known (EU) 2015/849 
Directive [12]. At present, the European Union approved on May 30 of this year a new 
modification of this directive, the (EU) 2018/843 Directive or Fifth Directive [13]. 
According to the European Commission, this new amendment “aims to prevent the 
financial system from being used to finance criminal activities and reinforce transparency 
rules to prevent the concealment of funds on a large scale” [14]. 
The last regulatory framework to be considered in this PoC is the one regarding contracts, 
since it is a chrematistic issue. A contract is an agreement between two or more parties 
by which they commit and force something. According to the EAE business school [15], 
the components that must be reflected in a contract are: 
• Parties that recognize the agreement. 
• Service provided. 
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• Conditions of service provision. 
• Regulation clauses. 
In this case, the contracts will of leasing of services1. This type of contract is defined in 
article 1544 of the Civil Code [16] together with that of the work when establishing “in 
the lease of works or services, one of the parties is obliged to execute a work or to provide 
the other with a service for a certain price” and are regulated by articles 1583 to 1587 of 
the Civil Code [16].  
  
1.4 Socio-economic environment  
The IoT is materializing around us. People, processes, statistics and things are becoming 
more connected, and these connections create new opportunities and more sophisticated 
experiences. According to a report made by the GSMA, the association that groups the 
mobile industry, “the global Internet of Things (IoT) market will be worth $1.1 trillion in 
revenue by 2025 as market value shifts from connectivity to platforms, applications and 
services” [17]. 
The concept of IoT is directly related to the Cloud, where data centres are located miles 
away from the end user, and, therefore, the large volume of data that is processed can 
suppose a burden for operations, decrease the productivity and significantly increase 
latencies. According to IDC's (International Data Corporation) predictions, “by 2021, 
global IoT spending is expected to total nearly $1.4 trillion” [18], thus significantly 
increasing data traffic. At the same time, Cisco predicts that by 2021 there will be 19.5 
zettabytes (ZB) of data stored in the Cloud, much more than the 6.0 ZB there was in 2016 
[19]. Therefore, an approach focused on Edge Computing will allow organizations to 
adopt these technologies without worrying about a possible data overload. 
This is confirmed in another report by the Juniper Research consultancy, which holds that 
IoT connections will grow at a rate of 140% over the next four years with Edge 
Computing services as main driver. Additionally, the consultancy suggests that the 
management of IoT transactions will require the innovation of the blockchain technology. 
In this sense, its opinion is that “blockchains or similar distributed ledger technologies 
will play an important role in delivering future IoT events or payment transaction 
management” [20], and it is that the blockchain is also called to be one of the technologies 
of the future. By 2024, according to the security firm McAfee, the blockchain market is 
expected to have exceeded 9,6 billion [21].  
This PoC aims to contribute to show, in a very simplified way, that this Edge-IoT and 
Blockchain synergy can be convenient. According to expandedramblings [22], IBM is 
investing $200 million in blockchain-powered IoT, and as per IDC, “by 2019, as IoT 
adoption grows in major industry, government and consumer sectors, 20% of all IoT 
deployments will have basic levels of blockchain services enabled” [23]. 
                                                          
1 Since it is a PoC, the complexity of the contract will be minimal. 
 6 
 
1.5 Structure of the document 
The present document is divided into a total of six sections, where it is also included the 
bibliography consulted, acronyms and four annexes that correspond to the project 
management, user manual, smart contract's code and the templates used along the project. 
The first section summarizes the content of the document, where the context and 
motivation are presented and includes the definition of the objectives and the legislative 
framework and socio-economic environment that surrounds the project. In the second 
section, the blockchain, Internet of Things and Cloud, Fog and Edge computing 
paradigms are explained together with their current situations. Followed by this, in the 
third section a general perspective of the system is exposed together with the study of the 
architecture that will have, defining the components that will integrate it. It also includes 
a technological study together with the specification of use cases, software requirements 
and acceptance tests defined to verify compliance with these requirements. 
 
Next, in the fourth section a specification of the technological environment is made and 
the functionality of the system defined in the previous section is detailed through a global 
design diagram and the sequence diagrams corresponding to the identified use cases. Fifth 
section includes the most noteworthy details of the implementation of the system together 
with the results of the acceptance tests defined in the previous section. Finally, eighth 
section presents the conclusions drawn from the work, personal conclusions and likely 









2 STATE OF ART 
This section explains the Internet of Things, Cloud, Fog and Edge computing paradigms 
as well as the blockchain and smart contracts presented in the previous section together 
with the current situation of these technologies. 
 
2.1 Internet of Things  
Internet of Things refers to the ability of things to connect to the Internet, and it extends 
beyond the connectivity of traditional devices like smartphones or tablets, reaching any 
physical element to which an IP address can be assigned. 
These things, also known as IoT nodes or smart devices, are composed of processors, 
sensors, actuators and communication modules that allow them to collect and exchange 
data between them or with internet servers to process the data and subsequently carry out 
actions. Therefore, this technology is directly related to Cloud Computing and 
increasingly to Edge Computing. 
The processing of all the data generated by these devices allows to identify patterns and 
make predictions. Through the Internet of Things, the alarm could communicate with the 
washing machine and turn it on 1h before it was activated, so that when it sounds it is 
already over, or a house could be controlled through the smartphone. 
In order for this reality to be possible, an evolution in technology is required. With the 
increase in the number of devices, a migration of the IPv4 protocol to IPv6 will be 
necessary to solve the addressing limitations. In addition, it will also be necessary to deal 
with limitations in energy, consumption, bandwidth and sensors and concerns regarding 
privacy, since it handles a huge amount of information that can be private and 
confidential. 
However, despite these drawbacks, at present there exist real implementations of the 
Internet of Things, such as the Philips Hue lamps that allow controlling the lighting of a 
home, the Nest thermostat that learns about preferences and customs, the Polo Tech Shirt 
that allows to monitor several aspects of exercise in real time or Kevo, the smart lock to 
not forget the keys [24].   
 
2.2 Cloud Computing, Fog Computing and Edge Computing 
The Cloud Computing paradigm is based on a set of servers grouped in large data centres 
that put at the service of users and developers a set of programs and services accessible 
through the Internet. However, the use of data centres that are usually geographically far 
away from devices that make use of the services causes high latencies and overloads of 
the network. 
In contrast to the traditional Cloud infrastructure, the Fog Computing paradigm proposes 
the distribution of this computational capacity towards the ends of the network, that is, it 
transforms the edge of the network into a distributed computing infrastructure for 
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applications in such a way that data can be efficiently processed locally in an smart device 
instead of being sent to the Cloud or datacentres for it, which significantly reduces the 
latency and the use of the network infrastructure. On the other hand, the term Edge 
Computing can be understood as a specific case of Fog Computing specially created to 
focus on the Internet of Things, in which the computing nodes need to be physically close 
to data sources. As Gradiant defines, “in general, an Edge computing node can be defined 
as hardware with computational capacity physically located near the devices or machines 
that make use of its resources” [25].  
Nonetheless, these new architectures are not considered as a substitute for traditional 
Cloud infrastructures, but as an extension of them. Edge Computing is more suitable when 
speed and low latency are needed, while the Cloud will continue being the protagonist to 
analyse and deal with large amounts of data that require significant computing power.  
 
2.3 Blockchain technology and smart contracts 
In real life, when two people do not agree in an issue they refer to a judge who is who 
decides who is right, which is commonly known as trusted third party (TTP). In this case, 
neither of them has any control over the process, both depend on the judge and his way 
of acting. That is where the blockchain comes in, which eliminates intermediaries and 
therefore decentralizing the entire management and giving total control over the process 
to the parties involved. 
The blockchain, also known as distributed ledger, is a distributed database and at the same 
time a backup that registers blocks of information and interlaces them through hash 
pointers to protect the security and privacy of transactions (not necessarily economic) and 
facilitate the retrieval of information [26]. 
Within this technology there are two key concepts, nodes and miners. A node is a 
computer or chip connected to the network using software that stores and distributes a 
copy of the blockchain updated in real time. On the other hand, miners are the nodes that 
provide the computational power to verify the transactions that are carried out in exchange 
for a reward in bitcoins [27]. Each time a transaction is made, it is added to a block that 
subsequently miners must verify. In this way, every time a block is confirmed and added 
to the chain, it is communicated to all nodes and added to their own copy, so that the 
transaction cannot be deleted or modified.  
The origin of the blockchain dates to 2008, when Satoshi Nakamoto published the article 
Bitcoin: A Peer-to-Peer Electronic Cash System [28] that defines the mechanism to 
implement Bitcoin's digital currency. At present, this technology presents a great potential 
that could be used for such important issues as patent registration or electronic voting, 
allowing that in an election votes are registered anonymously, that the same person cannot 
vote more than once and that no vote can be manipulated.  
However, one of its most emerging and relevant applications are smart contracts, which 
are contracts with the ability to execute without third parties and enforce themselves, that 
are valid as they exist over the blockchain. Its possibilities together with technologies 
 9 
 
such as the mentioned IoT are enormous. This would serve, for instance, for a fridge to 
buy milk itself once it detects that it has run out. 
 
2.3.1 Solidity 
Due to the interest it has for this study, a specific contract-oriented language, Solidity, is 
presented herein. It is a high-level programming language created by the Ethereum 
blockchain specifically focused on the Ethereum Virtual Machine (EVM), considered a 
Universal Turing Machine. Its syntax is similar to that of JavaScript, although as noted 
by miethereum, there are clear differences [29]: 
“Solidity is kind of object-oriented (OO) language just like C++ and C#, whereas 
Javascript is based on HTML. Solidity is designed specifically for Ethereum applications 
and it runs only on the Ethereum blockchain, whereas JavaScript is a universal language 
for the web and is being used in a large number of applications. In case of solidity, the 
final result is available on every node within the blockchain network. In contrast to this, 
the result is only available on a single node in case of JavaScript.” 
The best way to test Solidity is using Remix [30], the official IDE of Ethereum formerly 
known as Browser Solidity. This IDE allows to create smart contracts and debug their 
execution. In addition, as defined by the platform itself [31], “Solidity is statically typed 
and accepts, among other things, inheritances, libraries and complex types defined by the 
user”. 
Frag. 2.1 shows the classic Hello World example applied to smart contracts. 
contract Mortal { 
    /* Define variable owner of the type address */ 
    address owner; 
 
/* This function is executed at initialization and sets the 
owner of the contract */ 
    function Mortal() { owner = msg.sender; } 
 
    /* Function to recover the funds on the contract */ 




contract Greeter is Mortal { 
    /* Define variable greeting of the type string */ 
    string greeting; 
 
    /* This runs when the contract is executed */ 
    function Greeter(string _greeting) public { 
        greeting = _greeting; 
    } 
 
    
        return greeting; 








    /* Main function */ 
    function greet() constant returns (string) { 
        return greeting; 
    } 
} 
Frag. 2.1 Hello World example 
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3 SYSTEM ANALYSIS 
In this section a general perspective of the system is exposed together with the study of 
the architecture that will have, defining the components that will integrate it. It also 
includes a technological study together with the specification of use cases, software 
requirements and acceptance tests defined to verify compliance with these requirements. 
 
3.1 Determination of the system scope 
The PoC to be developed is a system for task delegation for IoT devices. This system will 
allow the delegation of tasks to Edge nodes in a secure way by means of the blockchain 
and smart contracts.  
On the one hand, it will reduce the traffic generated by access to Cloud services, latency 
and saturation of the network infrastructure. On the other hand, the participation of the 
blockchain will guarantee complete control to the parties involved, decentralize the entire 
process, facilitate and accelerate operations and reduce costs. All this will improve the 
user experience and the performance of applications. In addition, it will ensure that the 
delegation is made in a fair and secure way, so that one of the parties does the work and 
at the same time it is guaranteed that it will receive a consideration for doing so. 
Since it is simply a PoC, the tasks to be performed will be very elementary, although they 
could be extended to many others. In particular, they will be addition, subtraction and 
multiplication. For this same reason, it must be borne in mind that it is known that the 
cost of preparing the message, its subsequent sending and receiving of the result, has more 
costs than the computational ones, such as bandwidth, time and energy, which would 
exceed the cost of directly calculating the operation on the device itself. Finally, it should 
be taken into account that the blockchain will be deployed in a single node, as a way to 
simplify a complete blockchain, and that the delegation will be 1 to 1, although this could 
be extended in the future. 
 
3.2 Definition of the system architecture 
As mentioned above, the system is based on task delegation, where a device with low 
computing capacity requests another with greater capabilities the processing of a task in 
exchange for compensation managed by the blockchain technology. Therefore, the 
architecture that best adapts to this design is the client/server architecture, a model based 
on the service idea.  
Fig. 3.1 shows the component diagram of the preliminary architecture of the system. In 
this design, 3 components and 6 subcomponents are observed:  
• Payment manager: server composed of Contract opening and Payment. It is 
responsible for the creation of smart contracts and for managing their payments.  
• Task requester: client composed of Requester and Payment. It is responsible for 
sending tasks, communicating the creation of a smart contract under certain 
conditions and communicating the changes that must be made in it. 
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• Task performer: client and server composed of Performer and Payment. It is 
responsible for processing the tasks received and managing payments once the 
task has been completed. 
 
 
Fig. 3.1 Component diagram 
 
3.3 Technological study 
This section includes the study of possible technologies that can be applied for the 
development of the different components defined in the preliminary architecture as well 
as the existing possibilities for data representation. 
 
3.3.1 Applicable technologies for Payment manager component 
Although they are a recent technology, presently there are platforms that allow the 
implementation of smart contracts on the blockchain, of which three of the most popular 
and at present used are Ethereum, Hyperledger Fabric and Nem. 
Ethereum is the platform for smart contracts par excellence. In it, smart contracts are 
written in their own language, Solidity, influenced by C++, Python and JavaScript and 
are designed to target the Ethereum Virtual Machine (EVM) [32], as defined in 2.3.1. In 
addition, it has its own cryptocurrency, Ether, and there is a set of clear guidelines for 
developers and a great support provided by the platform itself.  
On the other hand, Hyperledger Fabric is an open source project where developers, 
according to DevTeam.Space, can create smart contracts in a wide range of common 
programming languages by simply installing the relevant modules [33]. However, it does 
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not have its own token system, which limits the kinds of smart contracts that can be 
deployed. 
The last alternative, Nem, “exposes its functionality through a powerful API interface that 
can be used with any programming language”, according to their official site [34]. Its 
strong points are scalability, security and availability, but it presents a smaller 
development community with respect other platforms. 
 
3.3.2 Applicable technologies for Task requester component 
To simulate the behaviour of the IoT device, there are currently several open source OSs 
amongst the ones it could be highlighted Contiki and Riot. 
As defined in their official page, Contiki is an open source operating system for the 
Internet of Things that connects tiny low-cost, low-power microcontrollers to the Internet. 
It provides powerful low-power Internet communication, supports IPv4 and IPv6 
standards and its applications, written in standard C, can be emulated in their network 
simulator, Cooja [35].  
Besides that, RIOT calls itself “the friendly Operating System for the Internet of Things” 
[36]. It provides a consistent API and includes support for ANSI C and C++ application 
programming, with multithreading, synchronization mechanisms, etc [37].  
Another alternative to specific OSs in this PoC is the creation of custom programs within 
a Linux system. This provides the freedom to choose the most appropriate programming 
language for each situation and at the same time more comfortable for the developer.  
 
3.3.3 Applicable technologies for Task performer component 
To simulate the behaviour of Edge nodes there exists a certain number of simulators 
currently getting remarkable attention from researchers, like iFogSim and 
EdgeCloudSim. Currently, the OpenFog consortium is trying to standardize a reference 
architecture, but they have not yet developed an official simulator [3]. 
According to ResearchGate, “iFogSim is a Fog and IoT environments simulator dedicated 
to manage IoT services in a Fog infrastructure” [38]. This simulator measures 
performance metrics, like latency and network congestion [39].  
On the other hand, EdgeCloudSim is an open source simulation tool that allows to recreate 
Edge Computing scenarios considering both computational and networking resources 
[40]. However, both lack of a set of clear guidelines and have a small development 
community. 
Another alternative, as in the previous case, is the creation of custom programs within a 




3.3.4 Data representation standards 
To model a task so that it can be transmitted and shared between different systems there 
are standards created for data representations, among which XML and JSON stand out. 
XML is a metalanguage with great support that allows to design markup languages, that 
s, it allows to define custom labels for the description and organization of data [41]. It 
allows to represent any data structure and supports Unicode, which also allows to write 
data in any language. 
According to hipertextual, “JSON is an open standard that uses plaintext to encode 
information in the form attribute:value” [42]. It was born as a subset of JavaScript and its 
biggest difference with XML is that while this has to be parsed with an XML parser, 
JSON can be parsed by a standard JavaScript function, which makes it quicker to read 
and write [43]. 
Another alternative to consider is the representation of data in textual and binary format. 
Textual format is characterized by its interchangeability and readability. However, it 
requires potentially disk space. On the other hand, binary format allows a more optimized 
representation of the information and transmitting on the disk at extremely high speeds, 
in exchange for a higher computational cost.  
 
3.4 Selection of technologies 
Of all the set of platforms for the management of the blockchain and smart contracts, 
Ethereum has been chosen due largely to the high acceptance level it has in comparison 
with the rest. The fact of using its own contract programming language, added to the high 
degree of standardization that it presents, will allow a customized modelling of the 
conditions on which the service is provided. In addition, with regards to documentation, 
Ethereum provides clear guidelines to the developer and there is a lot of help available on 
the Internet.  
To simulate the behaviour of IoT devices and Edge nodes, the creation of custom 
programs within a Linux system for both components has been chosen. In real life, not 
all IoT devices have the ability to run a Linux system. However, this trend is changing 
[44], and although it does not allow to recreate the real conditions they present, will 
provide a way to recreate a demonstration of task delegation. In particular, the Ubuntu 
distribution will be used due to its great ease of use and implementation as well as the 
large support it offers. This option has been chosen rather than the others because despite 
the particular interest of the development team of knowing these new technologies, on 
the one hand it could not finally be carried out an example in Cooja, the Contiki's 
simulator, and on the other hand, there was a great lack of a set of clear guidelines and 
the development community was very small. 
In a first contact with Contiki, it was possible to carry out a simulation in Cooja of an 
example based on the rpl-udp client/server architecture. In this example, multiple clients 
sent an udp package with identification information to a server on the same machine and 
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it answered by sending an ack. However, when extending communication to several 
computers, the client never connected to the server. After consulting APIs and several 
unsuccessful code change attempts, this idea was finally discarded. 
As programming language for these programs Java will be used. This decision has been 
motivated by the familiarity of the development team with the language, which will 
facilitate the implementation and reduce the risks associated with language unawareness. 
In addition, Ethereum provides the possibility of working with web3j, defined by them as 
“a lightweight Java and Android library for working with smart contracts and integrating 
with clients on the Ethereum network” [45], so that global communication will be 
simplified. 
Finally, for the representation of data XML will be used, since it will allow to customize 
the tasks in a straightforward way, efficiency is not an objective and together with the 
above, one of the programming languages that gives it more support is Java. 
3.5 Use cases 
In this section, the use case diagram of the system along with the formal specification of 
each one according to the format defined in Template for use cases of Annex D is shown.  
 
3.5.1 Use case diagram 
Use cases are a tool for the subsequent extraction of requirements based on the interaction 
between a user and a system. However, in this PoC most of the work is performed by 
components automatically, so that this interaction with the user is minimal, requiring only 
the selection of the task to be performed. 
Fig. 3.2 shows, therefore, the use case diagram that represents the unique use case 
identified for the project: request task. As it can be seen, only one actor has been defined, 
the user of the system. This user is the one porting (or somehow related to) the IoT device. 
 
 
Fig. 3.2 Use case diagram 
 
3.5.2 Specification of use cases 
Table 3.1 shows detailed information about the unique use case identified in the previous 
section, which consists of requesting a task to the IoT device. The user will be able to 






Title Request task 
Author Cristina Ramos Ibáñez 
Actor User 
Description 
Request the IoT device to perform a task. 
Preconditions 
• The IoT device is available. 
Postconditions 
• The task has been received by the IoT device and it is executed after delegating 
it in the Edge node.  
Normal flow 
1. The user selects the task to be executed. 
2. The user receives the task’s result from the IoT device. 
Alternative flow 
• None. 
Table 3.1 UC-01 Request task 
 
3.6 Software requirements 
The following tables define the software requirements classified in terms of functional, 
performance, operation, checking and security requirements according to the format 
defined in Template for software requirements of Annex D. 
 
3.6.1 Functional requirements 
FR-01 
Title Select task 
Description The IoT device must allow the user to choose tasks. 
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☒ High   ☐ Medium   ☐ Low 
Table 3.2 FR-01 Select task 
 
FR-02 
Title Send task 
Description The IoT device must allow to send the selected task to Edge nodes. 
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☒ High   ☐ Medium   ☐ Low 







Title Create smart contract 
Description The IoT device must allow the creation of a smart contract in the 
blockchain.  
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☒ High   ☐ Medium   ☐ Low 
Table 3.4 FR-03 Create smart contract 
 
FR-04 
Title Addition task 
Description Edge nodes must allow to add two integer numbers. 
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☒ High   ☐ Medium   ☐ Low 
Table 3.5 FR-04 Addition task 
 
FR-05 
Title Subtraction task 
Description Edge nodes must allow to subtract two integer numbers. 
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☒ High   ☐ Medium   ☐ Low 
Table 3.6 FR-05 Subtraction task 
 
FR-06 
Title Multiplication task 
Description Edge nodes must allow to multiply two integer numbers. 
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☒ High   ☐ Medium   ☐ Low 
Table 3.7 FR-06 Multiplication task 
 
FR-07 
Title Verify results 
Description The IoT device must verify that the result received from Edge nodes 
is valid. 
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☒ High   ☐ Medium   ☐ Low 





Title Unlock withdraw  
Description The IoT device must allow to change the lock status of withdraw 
operation. 
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☒ High   ☐ Medium   ☐ Low 
Table 3.9 FR-08 Unlock withdraw 
 
FR-09 
Title Notify unlock   
Description The IoT device must allow to notify that the lock status of withdraw 
operation has changed. 
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☒ High   ☐ Medium   ☐ Low 
Table 3.10 FR-09 Notify unlock 
 
FR-10 
Title Execute withdraw 
Description The Edge node must allow to withdraw through the operation receipt. 
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☒ High   ☐ Medium   ☐ Low 
Table 3.11 FR-10 Execute withdraw 
 
FR-11 
Title Kill smart contract 
Description The blockchain must allow to kill the smart contract. 
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☒ High   ☐ Medium   ☐ Low 










3.6.2 Performance requirements 
PR-01 
Title Maximum task size 
Description The maximum task size will be 16 TB.  
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☐ High   ☐ Medium   ☒ Low 
Table 3.13 PR-01 Maximum task size 
 
In reality, this value is not viable for an IoT device. However, since the analyst knows all 
the possibilities and has made decisions about which technologies can be used for this 
PoC, there is an intrinsic limitation, which is that it cannot emit more than 16TB. 
 
3.6.3 Operation requirements 
OR-01 
Title Minimum credit 
Description Wallets must have a minimum of 1 ether. 
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☐ High   ☒ Medium   ☐ Low 
Table 3.14 OR-01 Minimum credit 
 
OR-02 
Title Operation receipt size 
Description The operation receipt must have a combination of 10 characters and 
numbers. 
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☐ Yes   ☒ No 
Priority ☐ High   ☐ Medium   ☒ Low 
Table 3.15 OR-02 Operation receipt size 
 
3.6.4 Checking requirements 
CR-01 
Title Right deposit 
Description It must be verified that the deposit of money in concept of payment 
is correctly done. 
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☒ High   ☐ Medium   ☐ Low 




Title Right income 
Description It must be verified that the withdrawal of payment is correctly done. 
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☐ High   ☒ Medium   ☐ Low 
Table 3.17 CR-02 Right income 
 
CR-03 
Title Right refund 
Description It must be verified that the refund is correctly done in case the smart 
contract is killed. 
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☐ High   ☒ Medium   ☐ Low 
Table 3.18 CR-03 Right refund 
 
3.6.5 Security requirements 
SR-01 
Title Smart contract modification 
Description The smart contract will ensure that only its creator can modify the 
lock status of withdraw operation. 
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☒ High   ☐ Medium   ☐ Low 
Table 3.19 SR-01 Smart contract modification 
 
SR-02 
Title Smart contract elimination 
Description The smart contract will ensure that only its creator can kill it. 
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☐ High   ☒ Medium   ☐ Low 










Title Authorized withdrawal 
Description The smart contract will ensure that only authorized nodes can 
perform withdraw operation. 
Necessity ☒ Essential   ☐ Desirable   ☐ Optional 
Stability ☒ Yes   ☐ No 
Priority ☒ High   ☐ Medium   ☐ Low 
Table 3.21 SR-03 Authorized withdrawal 
 
3.7 Acceptance test plan design 
The following tables define the tests that will be performed to verify that the system 
complies with all the requirements that the user has set according to the format defined 
in Template for acceptance test plan of Annex D. 
A symbolic amount of 1€ will be used as payment, which equals 0.005 eth and 
5000000000000000 wei on September 24. 
 
AT-01 
Related requirements FR-01, FR-02 
Objective Check that a task can be selected and sent. 
Input Will receive operands and operation. 
Description The user will connect to the IoT device, select among the 
tasks offered the addition, specify 3 and 7 as operands and 
in response it will receive 10. 
Output The selected task is sent, and its corresponding result is 
received. 
Table 3.22 AT-01 Check task delivery 
 
AT-02 
Related requirements FR-03 
Objective Check that a smart contract can be created. 
Input Will receive operation receipt, amount to be paid and lock 
status of withdraw operation. 
Description The IoT device will connect to the blockchain, send 
3Cnu88Mvpd as operation receipt, 5000000000000000 wei 
as the amount to be paid and lock status of withdraw 
operation set to locked and then it will deploy it in the 
Ethereum network. 
Output The smart contract is correctly deployed in the blockchain 
with the initial configuration and it can be seen in the 
Ethereum network. 





Related requirements FR-03, CR-01 
Objective Check that when creating the smart contract, the money in 
concept of payment is discounted from the creator’s wallet. 
Input Will receive the creator’s wallet. 
Description After the creation of the smart contract, the balance of the 
IoT device’s wallet will be obtained and it will be verified 
that it has decreased 5000000000000000 wei. 
Output The money in concept of payment is correctly discounted. 
Table 3.24 AT-03 Check discount 
 
AT-04 
Related requirements FR-08, SR-01 
Objective Check that only the contract’s creator can modify the lock 
status of withdraw operation. 
Input Will receive new lock status. 
Description The IoT device and Edge node will modify the lock status 
of withdraw operation to unlocked but it will only be 
effective from the IoT device. 
Output The lock status of withdraw operation is only modified by 
its creator. 
Table 3.25 AT-04 Check authorized modification 
 
AT-05 
Related requirements FR-11, SR-02 
Objective Check that only the contract’s creator can kill it. 
Input Will use the smart contract created in AT-02. 
Description The IoT device and Edge node will kill the smart contract 
but it will only be effective from the IoT device. 
Output The smart contract is only killed by its creator. 
Table 3.26 AT-05 Check authorized smart contract elimination 
 
AT-06 
Related requirements CR-03 
Objective Check that when the smart contract is killed, the money in 
concept of payment deposited is refunded to the creator’s 
wallet. 
Input Will receive the creator’s wallet. 
Description After killing the smart contract, the balance of the IoT 
device’s wallet will be obtained and it will be verified that it 
has increased 5000000000000000 wei. 
Output The money in concept of payment is refunded. 





Related requirements FR-04 
Objective Check that the result of an addition task can be calculated. 
Input Will receive operands y operation. 
Description The IoT device will send to the Edge node the sum of 7 and 
3 and 10 will be returned. 
Output The result of the task is correctly calculated. 
Table 3.28 AT-07 Check addition 
 
AT-08 
Related requirements FR-05 
Objective Check that the result of a subtraction task can be calculated. 
Input Will receive operands y operation. 
Description The IoT device will send to the Edge node the subtraction of 
7 and 3 and 4 will be returned. 
Output The result of the task is correctly calculated. 
Table 3.29 AT-08 Check subtraction 
 
AT-09 
Related requirements FR-06 
Objective Check that the result of a multiplication task can be 
calculated. 
Input Will receive operands y operation. 
Description The IoT device will send to the Edge node the multiplication 
of 7 and 3 and 21 will be returned. 
Output The result of the task is correctly calculated. 
Table 3.30 AT-09 Check multiplication 
 
AT-10 
Related requirements FR-07, FR-08, FR-09 
Objective Check that the result of any task can be verified and if it is 
correct, unlock withdraw operation and notify its new status. 
Input Will receive operands y operation. 
Description The IoT device will send the sum of 4 and 2 to the Edge 
node and receive its result. Next, it will calculate the sum 
and compare it with the received result. If 6 = 6, the lock 
status of withdraw operation will be modified to unlocked 
and withdraw status will be set to unlocked. 
Output The verification is correct, withdraw operation is unlocked 
and the new status is notified. 





Related requirements FR-07, FR-11 
Objective Check that the result of any task can be verified and if it is 
not correct, the smart contract is killed. 
Input Will receive operands y operation. 
Description The IoT device will send the sum of 4 and 2 to the Edge 
node and receive its result. Next, it will calculate the sum 
and compare it with the received result. If 6 != 6, the smart 
contract will be killed. 
Output The verification is not correct and the smart contract is 
killed. 
Table 3.32 AT-11 Check results and elimination 
 
If the task of Table 3.31 and Table 3.32 were complicated, this could be replaced by a 
verification task that would naturally be lighter (perhaps probabilistic) of the result. 
 
AT-12 
Related requirements FR-10, SR-03 
Objective Check that only authorized nodes perform the withdraw 
operation. 
Input Will receive operation receipt. 
Description The IoT device and Edge node will perform the withdraw 
operation with operation receipt 3Cnu88Mvpd but it will 
only be effective from the Edge node. 
Output The withdraw operation is only performed by authorized 
nodes. 
Table 3.33 AT-12 Check authorized withdraw 
 
AT-13 
Related requirements CR-02 
Objective Check that the withdrawal of payment is done correctly and 
it is deposited in the Edge node’s wallet. 
Input Will receive the Edge node’s wallet. 
Description After the withdrawal of payment, the balance of the Edge 
node’s wallet will be obtained and it will be verified that it 
has increased 5000000000000000 wei. 
Output The payment is correctly deposited. 






Related requirements OR-01 
Objective Check that it is not possible to create, and therefore neither 
manage, a smart contract without a minimum of 1 ether. 
Input Will receive the inputs defined in AT-02. 
Description The IoT device will create a smart contract with the inputs defined 
in AT-02 and initial balances of 0.5 and 0.7 ether and in response 
an insufficient gas message is received. 
Output The smart contract is not created, and the service has no 
place. 
Table 3.35 AT-14 Check minimum ether 
 
3.7.1 Suspension and resumption criteria 
In case of error in any of the tests defined, the project will be temporarily suspended until 
its correct resolution. Only when the incident has been rectified, the test plan will be 
resumed from where the error occurred, carrying out the test again and thus, guaranteeing 
its correct functioning.  
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4 SYSTEM DESIGN 
In this section a specification of the technological environment is made, and the 
functionality of the system defined in the previous section is detailed through a global 
design diagram and the sequence diagrams corresponding to the identified use case. 
 
4.1 Specification of the technological environment 
The project will be developed in its entirety in the Ubuntu 16.04 LTS [46] operating 
system. In terms of hardware and as stated in the official documentation [47], the 
recommended minimum requirements for this operating system are: 
• 2 GHz dual core processor. 
• 2 GiB of RAM. 
• 25 GB of hard-drive space. 
• VGA capable of 1024x768 screen resolution. 
For the coding of the system, the Java language [48] through the Eclipse Photon tool [49] 
using openjdk 1.8.0_181 [50] will be used, and for task representation XML 1.0 [51] will 
be used. 
Additionally, blockchain nodes will also have: 
• solc 0.4.24 [52], the Solidity compiler for smart contracts. 
• Web3j-3.4.0 [53], a Lightweight Java library for integration with Ethereum clients 
for the creation and management of wallets. 
• Web3j-3.4.0 command line tool [54], for wallet creation and management. 
 
The documentation of the entire project will be carried out using the Microsoft Office 365 
[55] management package, which includes the Word 365 word processor, the Excel 365 
spreadsheet and the PowerPoint 365 presentation tool. As a tool for diagramming, draw.io 
[56] will be used. 
 
4.1.1 Deployment diagram 
Fig. 4.1 shows which software elements are deployed by which hardware elements. As it 
can be seen, Task requester is displayed in the IoT device, Task performer is displayed in 
the Edge node and Payment manager is deployed in Blockchain manager.  







Fig. 4.1 Deployment diagram 
 
4.2 Functional description 
In this section, the functionality of the system defined in the requirements is represented 
through a global design diagram and the sequence diagrams corresponding to the 
previously defined use case. It could be represented in a single sequence diagram, but for 
visibility and clarity it will be done in different, which in the background would be 
consecutive. 
Fig 4.2 shows the global design diagram indicating the sequence diagram in which each 
part will be treated, as a graphic index. As it is not an UML diagram, it is necessary to 
clarify that blocks represent the software components that form the system, and arrows 





Fig. 4.2 Global design diagram 
 
Legend: Numbers in red represent the sequence diagram in which this interaction is 
further specified. 
 
4.2.1 Task submission 
Fig 4.3 shows the sequence diagram corresponding to the sending of the task and the 




Fig. 4.3 SD-01 Task submission 
 
Once the user selects the task to be executed, it is requested to the IoT device. Then, the 
IoT device connects to the Edge node, sends the selected task and after this, the Edge 
node generates and sends an operation receipt (operationReceipt in Fig. 4.3) in 
response once the task has been processed. This receipt uniquely identifies each task 
within an Edge node and is necessary since it is a server that can handle multiple requests. 
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Note that the result of the requested task that the user will receive is the result of a set of 
subsequent interactions that will be shown in the following sections. The reader is referred 
to section 4.2.5 for further details.  
 
4.2.2 Smart contract creation 
Fig 4.4 shows the sequence diagram corresponding to the creation of the smart contract 
that will manage the payment process. 
 
 
Fig. 4.4 SD-02 Smart contract creation 
 
Once the IoT device has requested the execution of the task to the Edge node, it connects 
to the blockchain manager and compromises to make a payment for the service provided 
by creating a smart contract. For this, it sends the operation receipt (operationReceipt 
in Fig. 4.4), the amount to be paid (amount in Fig. 4.4) and the lock status of withdraw 
operation (status in Fig. 4.4) set to locked. 
 
4.2.3 Task execution and verification 
Fig 4.5 and Fig 4.6 show the sequence diagrams corresponding to the execution of the 





Fig. 4.5 SD-03a Task execution and verification success 
 
 
Fig. 4.6 SD-03b Task execution and verification failed 
 
After processing the task, the Edge node computes the result (result in Fig. 4.5 and Fig. 
4.6) and sends it to the IoT device along with the operation receipt (operationReceipt 
in Fig. 4.5 and Fig. 4.6) to identify it. Then, the IoT device verifies the result and if it is 
correct, modifies the lock status of withdraw operation (newStatus in Fig. 4.5) to 
unlocked, so that the withdraw operation can be executed.  
In case the verification is incorrect, the IoT device will cancel the compensation by 
eliminating the smart contract and the money in concept of payment deposited at the 
beginning will be refunded. 
 
4.2.4 Withdraw operation notification 
Fig 4.7 shows the sequence diagram corresponding to the notification of a change in the 





Fig. 4.7 SD-04 Withdraw operation notification 
 
Once the lock status of withdraw operation has changed, the IoT device communicates to 
the Edge node the unlocking of the withdraw operation by sending withdraw status 
(newStatus in Fig. 4.7) set to unlocked.  
Actually, this interaction would not be necessary since the Edge node could poll the 
blockchain, but in this way efficiency is increased. 
4.2.5 Withdraw operation 




Fig. 4.8 SD-05 Withdraw operation 
 
Finally, when the Edge node receives the withdraw notification, it connects with the 
blockchain manager, executes the operation through the operation receipt 




5 SYSTEM IMPLEMENTATION AND TESTING 
Once the system has been designed, the most noteworthy details of the implementation 
of this system are presented together with the results of the acceptance tests defined in 
the system analysis. 
 
5.1 System implementation 
Following the client/server architecture defined in section 3.2, each component has been 
implemented in a different Java class, within which is the implementation corresponding 
to the sub-components using multithreading and synchronization methods.  
In total, a set of 3 classes with 3 servers and 3 clients have been used and the 
communication between these components is done through TCP sockets. 
 
5.1.1 Smart contract design 
The smart contract applicable to this system has been designed so that when the IoT 
device creates it, deposits an amount of money that only authorized Edge nodes can 
withdraw under certain conditions. Within the constituent parts, the most important are: 
• Payable constructor: receives the operation receipt, lock status of withdraw 
operation and payment from caller’s wallet. It is executed once and sets the caller 
as contract’s owner. 
• Modifiers: used to restrict access to certain functions. In this case only two are 
necessary, one to limit the modification and elimination of the contract only to its 
creator and another to define who can execute the withdraw function. 
• Functions: among which stand kill, setIsBlocked and withdraw. 
o kill(): allows to recover the funds deposited on the contract and 
eliminate its functionality only to its creator. 
o setIsBlocked(newStatus): allows to modify the lock status of 
withdraw operation only to its creator.  
o withdraw(operationReceipt): allows to execute withdraw operation 
only to authorized nodes if it is not locked. 
For the interest and novelty of this technology, the complete code of the smart contract 
designed can be found in Annex C. 
 
5.1.2 Blockchain connection and management 
To manage the blockchain, the first thing to do is connect to a node on the Ethereum 
network. In this case, the simplest thing to do is request a free access token from Infura 
[57], which provides free Ethereum clients running in the cloud, so is not needed to create 
one. Within the options offered by Infura, Main Ethereum Network and 3 testnests, the 
Rinkeby Test Ethereum Network of Geth will be used, so that no real assets are involved, 
and all operations can be simulated. 
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Frag. 5.1 shows the creation of a new web3j instance to connect to remote nodes on the 
Rinkeby test Ethereum network. 
 
After the connection, the next step is load the Ethereum wallets. For the simulation of this 
project, only two will be necessary, one for the IoT device and another for the Edge node. 
At this point, it is possible to deploy and interact with smart contracts. 
Frag. 5.2 shows the creation of a new smart contract instance to manage the payment 
process. As it can be seen, it receives the web3j instance previously created, the creator’s 
credentials —in this case the IoT credentials — gas price and gas limit of transactions and 
the constructor parameters previously defined. 
 
 
Once the smart contract has been deployed, the creator will be able to interact with it 
simply by calling its methods, while for it to be used by Edge nodes, it will have to be 
loaded again providing its address and the new credentials, as shown in Frag. 5.3. 
 
5.1.3 Task design 
To define the structure of data and describe it in an XML file, the following labels have 
been created: 
• <task></task>: identifies a task within a file. 
• <operand1></operand1>: identifies the first operand within a task. 
• <operation></operation>: identifies the operation within a task. 
• <operand2></operand2>: identifies the second operand within a task. 
Web3j web3j = Web3j.build(new HttpService( 
"https://rinkeby.infura.io/v3/6c79a6f86eb44c5199bede769ff22baa");   
log.info("Connected to Ethereum client version: "     
+ web3j.web3ClientVersion().send().getWeb3ClientVersion()); 
Frag. 5.1 Connection to remote nodes 
Payment clientContract = Payment.deploy( 
web3j, clientCredentials, 
ManagedTransaction.GAS_PRICE, Contract.GAS_LIMIT, 
INITIAL_VALUE, operationId, isBlocked).send(); 
Frag. 5.2 Smart contract deploy 
Payment serverContract = Payment.load( 
contractAddress, web3j, serverCredentials,  
ManagedTransaction.GAS_PRICE, Contract.GAS_LIMIT); 
    
serverContract.withdraw(operationId).send(); 
Frag. 5.3 Smart contract interaction 
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The reading of XML files has been done with JDOM parser, so that tasks are first 
identified and then their elements, and the validity of each file has been checked through 
XSLT.  
Frag. 5.4 shows an example of a valid possible task: 
 
5.2 Acceptance tests results 
This section shows the results of the acceptance tests defined in 3.7. As it can be seen in 






















  <operand1>1</operand1> 
  <operation>add</operation> 
  <operand2>2</operand2> 
</task> 




This section presents the conclusions drawn from the work, which consist of comparing 
the objectives defined at the beginning of this document with the results obtained, and the 
personal conclusions once the system has been implemented and verified. Likely future 
lines of work that could be done on this project are also included. 
 
6.1 Conclusions about the project 
Considering the objectives defined in the first section of this document, a comparison is 
made with the results obtained after the completion of the project. 
In the first place, the Edge computing paradigm, IoT devices and the blockchain and its 
applications have been analysed and it has been possible to describe exactly what they 
are, defining them as technologies that will be part of the next digital revolution due to 
the continuous growth of mobile communications and data traffic. It has been defined in 
which environments its application is interesting or in which ones it is being most 
demanded, in this case companies are playing a significant role regarding the 
implementation of architectures based on this paradigm. The blockchain has proven to 
have a multitude of applications such as cryptocurrencies, electronic voting, smart cities 
or, as in this case, to develop smart contracts that allow agreements between two parties 
without the need for intermediaries. 
Regarding the analysis of the best technologies to carry out a solution based on the 
blockchain, it has been possible to describe the most outstanding alternatives nowadays, 
describing precisely the most characteristic features of each one and determine the most 
appropriate ones for this project. However, one of the most important difficulties faced 
during the development of this has been the lack of documentation and support of some 
of these technologies, especially those applicable to Edge computing paradigm and IoT 
devices. 
Finally, after the design, implementation and verifying that the PoC complies with the 
defined requirements and that it works correctly through a test plan, it has been concluded 
that the efficiency needs imposed by the imminent increase in IoT devices can be met 
thanks to new paradigms as Edge computing in a totally secure way without 
intermediaries through the blockchain in combination with smart contracts. 
 
6.2 Personal conclusions 
The biggest difficulty faced during the development of this bachelor thesis has 
undoubtedly been working with such unknown technologies, like the blockchain and 
Contiki. These difficulties have been due in large part to the lack of support and 
documentation that exists. They also affected the development of the project, especially 
those related to Contiki, since when discarding this technology, it had to start again with 
another alternative, delaying the planning of the project. 
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Another difficulty faced has not been given by the development of the PoC itself, but by 
combining this project with the academic course, as well as with the assistance to a master 
in the final sprint. This shortage of time has seriously affected the planning of the project 
and its general development, since due to specific demands of the degree, there have been 
seasons in which it has not been possible to dedicate the necessary number of hours to the 
project, having to recover them sacrificing a large number of sleep and personal hours. 
However, despite having a more complex development than initially expected, the 
realization of this project has provided an important and enriching personal experience, 
since it has had to be able to react to the circumstances imposed by both the project and 
external factors, which has not always been easy. It is also worth highlighting the 
interesting research aspect that the project has had, since starting from a study of the 
current situation of transcendental technologies as IoT, Fog and Edge computing and 
especially the blockchain, it has been possible to observe a set of problems that have 
motivated the development of this PoC. In addition, developing a system that aims to 
cover a set of needs detected in a research process has been very rewarding. 
 
6.3 Future lines of work 
This section details the possible extensions that can be made to the system developed in 
this bachelor thesis. These extensions have been identified throughout the development 
process and focus mainly on improving the system. 
Systems could be used to represent the characteristics of IoT devices, such as embedded 
Linux. These systems are more compact, take up less memory, have real time operational 
capabilities, are fully configurable and are fully supported by the community, making 
them ideal for this situation. 
Another line of work would be to more efficiently represent the data, using some of the 
alternatives previously proposed, such as JSON, which besides being shorter, allows 
faster reading and writing.  
Following this line of work, it could also be achieved an optimization of the processing 
using another programming language instead of Java, such as Python, thus allowing to 
shorten the development times and improve the maintainability and quality of the code. 
Finally, the system could be allowed to perform more complex tasks, such as pattern 
search, anomaly detection, sensory data cleaning, or the combination of data from 
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CE   Conformité Européenne  
EBA   European Banking Authority 
EU   European Union 
EVM   Ethereum Virtual Machine 
GSMA  Global System for Mobile Communications 
HTML   HyperText Markup Language 
IDC   International Data Corporation 
IDE   Integrated Development Environment 
IoT   Internet of Things 
IP   Internet Protocol 
JDOM   Java Document Object Model 
JSON   JavaScript Object Notation 
JVM   Java Virtual Machine 
LTE   Long Term Evolution 
OO   Object Oriented 
PoC   Proof of Concept 
RAM   Random Access Memory 
TCP   Transmission Control Protocol 
TTP   Trusted Third Party 
UML   Unified Modeling Language 
VAT   Value-Added Tax 
VGA   Video Graphics Array 
XML   eXtensible Markup Language 
XSLT   eXtensible Stylesheet Language for Transformations 
4G   Fourth Generation 
5G   Fifth Generation   
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ANNEX A. PROJECT MANAGEMENT 
In this annex aspects related to project management are detailed. It includes work 
planning and its economic analysis. 
 
1. Work planning 
In this section the initial planning and the real development of the project are detailed, as 
well as a study of the deviations observed between both. 
 
1.1 Initial planning 
Table A.1 shows the initial planning prepared for the development of the project in which 
it can be seen the different phases in which the project has been decomposed together 
with the estimates of effort in hours carried out for each one of them. In the elaboration 
of this planning have considered sessions of 6 hours, since it has had to combine the 
development of the project with the assistance to the degree and to a master in the final 
sprint. 
The initial planning of the project covers from June 21 to September 10, 2018, which 
makes a total of 65 days. 
 
Initial planification 2 days Thurs 21/06/18 Fri 22/06/18 
Introduction 4 days Sat 23/06/18 Tues 26/06/18 
State of art 2 days Wed 27/06/18 Thurs 28/06/18 
System analysis 6 days Fri 29/06/18 Wed 04/07/18 
System design 5 days  Thurs 05/07/18 Mon 09/07/18 
System implementation 30 days Fri 27/07/18 Sat 25/08/18 
Testing 2 days Sun 26/08/18 Mon 27/08/18 
Documentation 14 days Wed 28/08/18 Mon 10/09/18 
Bachelor thesis 65 days Thurs 21/06/18 Mon 10/09/18 
Table A.1 Initial planning 





Fig. A.1 Initial planning Gantt diagram 
 
1.2 Real development 
Table A.2 and Fig. A.2 show the real development of the project and its corresponding 
Gantt chart. As it can be seen, the distribution of times is similar to the initially estimated, 
although the duration of some tasks has been longer. 
 
Initial planification 2 days Thurs 21/06/18 Fri 22/06/18 
Introduction 6 days Sat 23/06/18 Thurs 28/06/18 
State of art 3 days Fri 29/06/18 Sun 01/07/18 
System analysis 8 days  Mon 02/07/18 Mon 09/07/18 
System design 6 days  Tues 10/07/18 Sun 15/07/18 
System implementation 35 days Fri 27/07/18 Thurs 30/08/18 
Testing 2 days Sat 01/09/18 Sun 02/09/18 
Documentation 21 days Mon 03/09/18 Mon 24/09/18 
Bachelor thesis 83 days Thurs 21/06/18 Mon 24/09/18 
Table A.2 Real development 
 
 
Fig. A.2 Real development Gantt diagram 
 









Initial planning Gantt diagram









Real development Gantt diagram
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Additionally, Table A.3 shows a comparative analysis between the initial planning and 
the real development of the project that allows to visualize deviations better. In it in can 
be seen that the final duration has been 83 days compared to the 65 initially planned, a 
deviation of almost 28%. The origin of this deviation can be found in the lack of 
experience in project planning and in variations in availability that have occurred 
throughout the project. 
 
 Planned Real Difference Variation 
Initial planification 2 days 2 days 0 days 0,00% 
Introduction 4 days 6 days 2 days 50,00% 
State of art 2 days 3 days 1 day 50,00% 
System analysis 6 days 8 days 2 days 33,33% 
System design 5 days  6 days  1 day 20,00% 
System implementation 30 days 35 days 5 days 16,66% 
Testing 2 days 2 days 0 days 0,00% 
Documentation 14 days 21 days 7 days 50,00% 
Bachelor thesis 65 days 83 days 18 days 27,69% 
Table A.3 Comparative analysis 
 
2. Economic analysis of the project 
This section shows the economic analysis of the project. It includes the initial budget and 
the budget for the client. 
 
2.1 Initial budget 
This section shows the initial budget where the budgeted costs for the whole project will 
be detailed along with the estimated total budget. 
Note that 21% VAT is not included in any of the expenses reflected in this section, except 
for the estimated total budget, where it is clearly specified, and that the estimated duration 
of the project is 65 days, 2.16 months, as estimated in the previous section. 
 
2.1.1 Staff costs 
Table A.4 includes the staff costs considering the dedication of a single engineer 
throughout the project at a rate of 6 hours per day for the estimated 65 days. It is 
considered that it is not self-employed and a social security tax of 19% [58]. 
Staff costs 
Resource Dedicated hours Cost/hour Net cost Social Security 
Engineer 390 12,00€ 4.680,00€ 889,20€ 
TOTAL 5.569,02€ 




2.1.2 Equipment costs 
Table A.5 shows the expenses related to the equipment used. For this project it is only 
necessary a laptop, since all the software used is open source and the license of the 
Microsoft office package is free.  
Note that the amortization period is the one indicated by the General Administration, of 
3 years (36 months), and that the prices of the equipment are the retail prices. 
 
Equipment costs 






517,80€ 2,16 months 36 months 31,07€ 
TOTAL 31,07€ 
Table A.5 Equipment costs 
 
2.1.3 Consumables costs 
Next, Table A.6 shows the expenses related to consumables. These expenses are reduced 
to office material, such as sheets, folders and pens. 
 
Consumable costs 
Description Unit cost Quantity Total cost 
Office supplies 22,70€ 1 22,70€ 
TOTAL 22,70€ 
Table A.6 Consumable costs 
 
2.1.4 Travel and diet costs 
In this section expenses in trips and diets are detailed. In this case the client is the tutor, 
and it is located in Leganés, Madrid. The mode of transport used has been public 
transport, so the expense of the public pass must be imputed to the project. Regarding 
diets, no expense is included because it has not been necessary. 
 
Travel and diet costs 
Description Unit cost Quantity Months Total cost 
Travel pass (young) 20,00€ 1 2,16 60,00€ 
TOTAL 60,00€ 
Table A.7 Travel and diet costs 
 
2.1.5 Indirect costs 








Description Cost/month Months Total cost 
Water expenditure 12,00€ 2,16 36,00€ 
Light expenditure 40,00€ 2,16 120,00€ 
Internet expenditure 29,90€ 2,16 89,70€ 
TOTAL 245,70€ 
Table A.8 Indirect costs 
 
2.1.6 Total budget estimated 
Next, the total estimated budget is detailed from the calculations made in the previous 
sections, considering a VAT of 21%. 
 
Total budget estimated  
Description Cost 
Staff costs 5.569,02€ 
Equipment costs 31,07€ 
Consumables costs 22,70€ 
Travel and diet costs 60,00€ 
Indirect costs 245,70€ 
Total costs without VAT 5.928,49€ 
VAT (21%) 1.244,98€ 
TOTAL 7.173,47€ 
Table A.9 Total budget estimated 
 
2.2 Budget for the client 
In this section the budget to present to the client is shown. It includes the costs calculated 
in the previous section and the risk and benefit percentages. The risk percentage will be 
used to assume all the eventualities that may arise during the project and will be estimated 
at 10% of the total costs, value defined according to values seen in other projects. On the 
other hand, the profit percentage defines the margin of capital that will be gained with the 















Budget for the client 
Description Cost 
Staff costs 5.569,02€ 
Equipment costs 31,07€ 
Consumables costs 22,70€ 
Travel and diet costs 60,00€ 
Indirect costs 245,70€ 
Total costs without risk 5.928,49€ 
Risk (10%) 592.84€ 
Total cost without profits 6.521,33€ 
Profits (15%) 978,20€ 
Total costs without VAT 7.499,53€ 
VAT (21%) 1.574,90€ 
TOTAL 9.074,43€ 




ANNEX B. USER MANUAL 
This manual is intended to be a reference for users who wish to use the system. 
 
1. Getting started 
The code of the project can be found here: https://github.com/cristuti/IoTFogBC.git   
As defined in 4.1, the project has been developed and fully tested in the Ubuntu Linux 
operating system through three virtual machines, so it must be used for its execution. The 
characteristics of the virtual machine that represents the IoT device are the following, 
although depending on the system in which the virtual machine is executed and the 
virtualization application, the performance may be different. 
• Virtualization application: VMware Workstation 12 Player.  
• Operating system: Ubuntu 16.04 version. 
• 1 GB of RAM. 
• 10 GB of free hard disk space. 
Both for Edge nodes and for blockchain managers greater RAM capacities and hard disk 
space will be necessary, since they must be able to handle simultaneous requests from 
clients. To this end, their characteristics are: 
• Virtualization application: VMware Workstation 12 Player.  
• Operating system: Ubuntu 16.04 version.  
• 2 GB of RAM. 
• 20 GB of free hard disk space. 
Additionally, the system must have the following installed applications and 
dependencies: 
• Eclipse Photon [49]. 
• Java openjdk 1.8.0_181 [50]. 
• solc 0.4.24 [52]. 
• Web3j-3.4.0 [53].  
• Web3j-3.4.0 command line tool [54] 
Despite having been developed and tested with these versions, the system can work with 
previous versions of these installed applications, although the development team is not 
responsible for any problems that may arise with previous versions. 
The user must unzip the compressed file with the project in a location of their choice in 
each virtual machine. It is very important to not rename, move or delete any folder or file 
included in the compressed file. Once decompressed, it must be imported into Eclipse 
Photon as existing Gradle Project and the IP addresses and ports of the sockets defined in 
each machine must be modified, so that the three are interconnected. 
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Finally, in order to run this PoC and as stated in web3j official documentation [53], three 
pieces of information are required:  
• Ethereum client (or node) endpoint: The simplest thing to do is request a free 




• Wallet files: This can be generated using the web3j command line tools [54]. At 









• Some Ether: At least 1 ether, which can be requested from the Rinkeby Faucet 
[59]. 
 
2. Preparation of smart contracts 
In case the user wants to develop or simply try another smart contract, in Java it is 
necessary to generate a wrapper code. web3j allows to auto-generate smart contract 
wrapper code to deploy and interact with smart contracts without leaving the JVM. 
To generate the wrapper code, compile the smart contract in a terminal: 
 
Then generate the wrapper code using web3j's Command line tools [54]:   
Web3j web3j = Web3j.build(new HttpService( 
// FIXME: Enter your Infura token here; 
      "https://rinkeby.infura.io/<your token>"));   
log.info("Connected to Ethereum client version: " + 
web3j.web3ClientVersion().send().getWeb3ClientVersion()); 
 
> solc <contract>.sol --bin --abi --optimize -o <output-dir>/ 
> web3j solidity generate /path/to/<smart-contract>.bin 
/path/to/<smart-contract>.abi -o /path/to/src/main/java -p 
com.your.organisation.name 
Frag. B.1 Ethereum client 
// FIXME: Generate a new wallet file using the web3j 
command line tools  
Credentials credentials = 
WalletUtils.loadCredentials( 
      "<password>", 
      "/path/to/<walletfile>"); 
log.info("Credentials loaded"); 
Frag. B.2 Wallet files 
Frag. B.3 Smart contract compilation 




3. Execution and operation 
To run the system, Client.java must be opened in the virtual machine of the IoT, 
Server.java in the virtual machine of the Edge node, and BlockchainManager.java in the 
virtual machine corresponding to blockchain managers. Once classes are configured with 
the information specified in the previous section, BlockchainManager.java will be 






ANNEX C. SMART CONTRACT CODE 
This annex includes the code of the smart contract implemented for the project.  
 
pragma solidity ^0.4.0; 
 
contract Payment { 
/* Array with authorized server's addresses */ 




     string operationId = ""; 
     uint totalReceived = 0; 
     bool isBlocked = true; 
 
/* Maps the amount withdrawn per address, that is, returns 
the amount withdrawn per server given its address */ 
     mapping (address => uint) withdrawnAmounts; 
 
/* 
*  Constructor 
      *  - Sets caller (Client) as owner 
      *  - Receives operationId, isBlocked and payment 
 */ 
     function Payment (string id, bool b) payable { 
       owner = msg.sender; 
         operationId = id; 
         isBlocked = b; 
         updateRecieved(); 
     } 
 
/* 
*  Method: updateRecieved 
      *  - Updates totalReceived with payment 
 */ 
     function updateRecieved() internal { 
       totalReceived += msg.value; 
     } 
 
     /* 
 *  Modifier: onlyOwner 
      *  - Requires function's caller to be owner 
 */ 
     modifier onlyOwner { 
       require(owner == msg.sender); 
         _; 
     } 
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  /* 
 *  Modifier: canWithdraw 
      *  - Requires function's caller to be authorized server 
 */ 
     modifier canWithdraw() { 
       bool contains = false; 
         for(uint i=0; i<authorizedServers.length; i++){ 
            if(authorizedServers[i] == msg.sender){ 
                 contains = true; 
            } 
} 
         require(contains); 
         _; 
     } 
 
     /* 
 *  Method: kill 
*  - Function to recover the funds on the contract and 
eliminate its functionality 
 */ 
     function kill() onlyOwner { 
       selfdestruct(owner); 
     } 
 
     /* 
 *  Method: getIsBlocked 
      *  - Returns isBlocked value 
 */ 
     function getIsBlocked() constant returns(bool){ 
       return isBlocked; 
     } 
 
     /* 
 *  Method: setIsBlocked 
      *  - Set new isBlocked value 
 */ 
     function setIsBlocked(bool newState) onlyOwner { 
       isBlocked = newState; 
     } 
 
/* 
 *  Method: withdraw 
      *  - Allows to withdraw 
 */ 
     function withdraw(string id) canWithdraw { 
if(isBlocked==false && 
compareStrings(operationId,id)){ 
            /* 1. Compute how much each server gets */ 
uint amountAllocated = 
totalReceived/authorizedServers.length; 




/* 2. Compute how much has already get */ 
uint amountWithdrawn = 
withdrawnAmounts[msg.sender]; 
             /* 3. Compute how much is still to withdraw */ 
uint amount = amountAllocated - 
amountWithdrawn; 
           /* 4. Update withdrawnAmounts */ 
withdrawnAmounts[msg.sender] = amountWithdrawn 
+ amount; 
 
             if(amount > 0){ 
                  /* 5. Withdraw */ 
                 msg.sender.transfer(amount); 
             } 
         } 
     } 
 
     /* 
 *  Method: compareStrings 
      *  - Auxiliar method for comparing strings 
 */ 
function compareStrings(string a, string b) internal 
returns (bool) { 
       if (bytes(a).length != bytes(b).length) { 
            return false; 
         } 
         else { 
             return keccak256(a) == keccak256(b); 
         } 
     } 
} 
Frag. C.1 Smart contract code  
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ANNEX D. TEMPLATES 
This annex includes the templates used during the drafting of the project. 
 










Table D.1 Template for use cases 
Each use case is made up of the following fields: 
• Identifier: unique code that allows to identify each use case. Its format will be 
UC-[NN], where: 
o [NN]: two-digit number that identifies a use case. It must be incremental, 
being 01 the first value. 
• Title: name of the use case. 
• Author: indicates the origin of the use case. 
• Actor: user that uses the system. 
• Description: brief explanation about how the actor interacts with the system and 
the response it offers. 
• Preconditions: set of conditions that have to be met in order to perform an action. 
• Postconditions: state in which the system remains once the use case has been 
executed. 
• Normal flow: describe the set of steps that the actor must take to achieve the 
defined objective. 
• Alternative flow: describe exceptions or deviations from the normal flow. 
 




Necessity ☐ Essential   ☐ Desirable   ☐ Optional 
Stability ☐ Yes   ☐ No 
Priority ☐ High   ☐ Medium   ☐ Low 
Table D.2 Template for software requirements 
 56 
 
Each requirement is made up of the following fields: 
• Identifier: unique code that allows to identify each requirement. Its format will 
be [X]R-[NN], where: 
o [X] can take the following values: 
▪ F: indicates that it is a functional requirement. 
▪ P: indicates that it is a performance requirement. 
▪ O: indicates that it is an operation requirement. 
▪ C: indicates that it is a checking requirement. 
▪ S: indicates that it is a security requirement. 
o [NN]: two-digit number that identifies a requirement within a category. It 
must be incremental, being 01 the first value. 
• Title: name of the requirement. 
• Description: brief explanation about the requirement’s objective. 
• Necessity: qualification will help to distinguish which are the functions that the 
user considers essential and, therefore, non-negotiable. It will be defined as 
essential, desirable or optional. 
• Stability: indicates if the requirement will be present during the entire software 
life cycle or if, on the contrary, they can be variable.  
o Yes: the requirement is stable and does not depend on other factors. 
o No: the requirement is not stable and does depend on other factors. 
• Priority: this qualification will help developers make decisions about planning. 
o High: indicates that it is a main requirement and therefore more urgent in 
terms of implementation. 
o Medium: indicates that even without being principal they are essential. 
o Low: indicates that they are optional or desired but not essential. 
 
3.  Template for acceptance test plan 
Identifier 





Table D.3 Template for acceptance test plan 
Each test is made up of the following fields: 
• Identifier: unique code that allows to identify each acceptance test. Its format will 
be AT-[NN], where: 
o [NN]: two-digit number that identifies an acceptance test. It must be 
incremental, being 01 the first value. 
• Related requirements: requirements that each test covers. 
• Objective: end that pursues the test. 
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• Input: specification of the necessary inputs to execute the test. 
• Description: steps to follow to ensure proper execution of the test. 
• Output: specification of the expected outputs resulting after the execution of the 
test. 
