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 Abstrakt 
Cílem této bakalářské práce je vytvořit distribuovaný diktovací systém. Diktování bude probíhat v 
reálném čase. Klientská část je určena  pro platformu Android. Serverová část je určena pro Windows 








The aim of this bachelor´s thesis is to create distributed dictate system. Dictate will be done in real 
time. Client part is intended for Android platform. Server part is intended for Windows OS. Existing 























Horák Miroslav: Diktovací systém pro platformu Android, bakalářská práce, Brno, FIT VUT v Brně, 
2013




Prohlašuji, že jsem tuto bakalářskou práci vypracoval samostatně pod vedením Ing. Petra Schwarze, 












Děkuji svému vedoucímu Ing. Petrovi Schwarzovi, Ph.D. za jeho podněty, rady, ochotu a vedení, 






















© Miroslav Horák, 2013 
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informačních 
technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění autorem je 





1 Úvod ...................................................................................................................................... 3 
1.1 Cíl projektu .................................................................................................................... 3 
1.2 Struktura práce .............................................................................................................. 3 
2 Platforma Android ................................................................................................................. 4 
2.1 Historie .......................................................................................................................... 4 
2.2 Architektura operačního systému Android .................................................................... 5 
2.3 Vývojové prostředí ........................................................................................................ 6 
2.4 Android SDK ................................................................................................................ 6 
2.5 Tvorba aplikací pro Android ......................................................................................... 6 
2.6 Android Manifest .......................................................................................................... 8 
3 Pulzně kódová modulace ....................................................................................................... 9 
3.1 Kvantování .................................................................................................................... 9 
3.2 Kódování ....................................................................................................................... 9 
4 Java Native Interface ........................................................................................................... 10 
4.1 Fungování JNI ............................................................................................................. 10 
4.2 Předávání dat ............................................................................................................... 10 
5 Specifikace projektu ............................................................................................................ 11 
5.1 Serverová část ............................................................................................................. 12 
5.2 Knihovna pro Android OS .......................................................................................... 12 
5.3 Aplikace pro Android OS ............................................................................................ 12 
6 Návrh aplikace..................................................................................................................... 13 
6.1 Kodek a datová náročnost ........................................................................................... 13 
6.2 Protokol ....................................................................................................................... 14 
6.3 Serverová část ............................................................................................................. 16 
6.4 Princip serverové části ................................................................................................ 16 
6.5 Klientská část .............................................................................................................. 18 
6.6 Popis ukázkové aplikace ............................................................................................. 22 
7 Popis implementace projektu .............................................................................................. 25 





7.2 Popis knihovny pro Android ....................................................................................... 27 
7.3 Popis aplikace .............................................................................................................. 29 
8 Testy .................................................................................................................................... 33 
8.1 Testovací zařízení ........................................................................................................ 33 
8.2 Testování při vývoji .................................................................................................... 33 
8.3 Závěrečné testování ..................................................................................................... 34 
9 Závěr ................................................................................................................................... 37 
Seznam literatury ........................................................................................................................ 38 
Seznam příloh .............................................................................................................................. 40 
Seznam zkratek ........................................................................................................................... 41 







V současné době se počítačové technologie vyvíjejí stále rychleji. Lidé jsou schopni 
vyrábět menší a komplexnější zařízení. Chytré telefony se stávají nedílnou součástí 
moderní kultury. Lidé komunikují pomocí různých fór, sociálních sítí, emailů atd.  
Nicméně komunikační rozhraní mezi člověkem a počítačem se tak rychle nevyvíjí. Lidé 
už delší dobu využívají stejné technologie pro zadávání dat, ačkoliv stroje, které data 
zpracovávají, se už mnohokrát vyvinuli. Z tohoto důvodu je komunikace mezi 
uživatelem a zařízením nejpomalejší částí procesu. Většina z metod pro zadávání 
dat vyžaduje plné soustředění uživatele, takže je není možné používat při jiných 
aktivitách.  
Technologie pro přepis řeči jsou jednou z cest, kterými může být ovládání systémů 
zjednodušeno a zrychleno. Tyto technologie v dnešní době ještě nejsou bezchybné 
a mají před sebou několik let vývoje. Nicméně je už možné vidět mnoho velice dobře 
fungujících systémů.  
1.1 Cíl projektu 
Cílem této práce je vytvořit distribuovaný diktovací systém, který by umožňoval 
diktování textu v reálném čase. Klientským zařízením bude nějaký druh mobilního 
zařízení s platformou Android. Systém bude distribuovaný, jelikož výpočetní nároky 
na přepis řeči prozatím převyšují možnosti mobilních zařízení. 
1.2 Struktura práce 
Práce je rozdělena do celků, které za sebou logicky následují. Následující tři kapitoly 
pokrývají nezbytnou teorii pro realizaci projektu. Konkrétně druhá kapitola se zabývá 
platformou Android. Třetí kapitola popisuje kódování zaznamenaného zvuku. Čtvrtá 
kapitola ukazuje, jakým způsobem je možné komunikovat s jádrem rozpoznávače.  
Další kapitoly se zabývají praktickou částí projektu. Pátá kapitola upřesňuje požadavky, 
které jsou kladené na jednotlivé části. V šesté kapitole je rozbor jednotlivých částí, 
volba technologií a návrh řešení těchto částí. Sedmá kapitola se zabývá přímo 
implementací celého systému.  
Poslední dvě kapitoly hodnotí celý projekt. Osmá kapitola popisuje průběh testování 






2 Platforma Android 
Android je open source platforma, která cílí na mobilní zařízení. Je vyvíjena Open 
Handset Alliancí. Platforma se skládá z více částí. Zahrnuje v sobě operační systém, 
middleware a základní sadu aplikací. Android se snaží dosáhnout otevřenosti 
tím, že vývojářům dovoluje vytvářet aplikace, které jsou schopny pracovat s jakoukoliv 
základní funkcí toho OS. [2] 
Platforma je založena na linuxovém jádře. Využívá jeho funkce pro správu zařízení, 
paměti a procesů. K tomuto jádru patří i knihovny, které jsou implementovány v jazyce 
C a C++. Platforma využívá vlastní virtuální stroj nazývaný Dalvik Virtual Machine. 
Vlastní aplikace, běžící na Android OS, jsou založeny na jazyku Java. [2] 
2.1 Historie 
V roce 2007 vznikla Open Handset Alliance. Jedná se o konsorcium, jež zahrnuje 
mnoho společností, které se zabývají výrobou mobilních telefonů, čipů nebo mobilních 
aplikací. Jedním z členů je Google, Inc., které převzalo firmu Android, Inc. Firma 
Android, Inc. začala s vývojem platformy Android a Google, Inc. s ním pokračovalo. 
Hlavním cílem konsorcia bylo vytvoření otevřeného standardu pro mobilní zařízení, 
které by vedlo k rychlejšímu, kvalitnějšímu a levnějšímu vývoji a nasazení operačního 
systému a aplikací. První telefon s Android OS 1.0 byl uveden na trh v září roku 2008. 
O několik dní později Google vydal Android SDK 1.0. V dnešní době Android platforma 
dominuje mobilním zařízením. [1, 2] 
 





2.2 Architektura operačního systému Android 
Operační systém Android se skládá z několika vrstev. Tyto vrstvy jsou zobrazeny 
na následujícím obrázku 2.2. 
 
Obrázek 2.2 Architektura OS Android [5] 
Jednotlivé vrstvy plní následující funkce [1, 2]: 
 Linux kernel - linuxové jádro tvoří základ Androidu. Jádro se stará o ovladače 
zařízení, přístup ke zdrojům, správu paměti, správu procesů, apod. Jádro 
poskytuje abstraktní vrstvu mezi hardwarem a zbylými částmi systému; 
 Hardware abstraction layer - vrstva, která obaluje ovladače, jež se nacházejí 
v linuxovém jádře. Vytváří abstraktní vrstvu určenou pro nativní aplikace, které 
skrze ni přistupují k jednotlivým součástem zařízení jako je GPS, Wi-Fi, atd.; 
 Libraries - knihovny jsou kompilované pro konkrétní zazíření. Strají 
se o aplikační rozhraní pro linuxové jádro. Mezi nejdůležitější knihovny patří 
grafické knihovny jako je SGL, OpenGL | ES, knihovny pro práci s databází 
SQLite, knihovna pro šifrovanou komunikaci (SSL), atd.; 
 Android runtime - virtuální stroj, který se nazývá Dalvik Virtual Machine, 
se stará o odstranění rozdílů mezi jednotlivými druhy hardwaru a jejich 





jeho optimalizace pro mobilní zařízení. Do této části spadají i knihovny 
z platformy Java a knihovny specifické pro Android. Dalvik využívá vlastní 
typ souborů tzv. Dalvik Executable (.dex). Tyto soubory se vytváří z .class 
souborů, které vznikají při kompilaci zdrojových souborů Javy. Dalvik VM tyto 
soubory dále optimalizuje kvůli použití v mobilních zařízeních s omezenou 
pamětí; 
 Application framework - slouží pro přístup k službám, které jsou využity 
v aplikacích. Tyto služby zpřístupňují uživatelské rozhraní, části hardwaru, atd.; 
 Application layer - vrstva, ve které běží aplikace třetích stran. V Android 
OS jsou si všechny aplikace rovnocené a jsou jim přidělovány stejné 
prostředky. 
2.3 Vývojové prostředí 
Pro vývoj aplikace bude použito vývojové prostředí Eclipse. Důvod k výběru tohoto 
IDE byla jeho oficiální podpora ze strany Google, Inc., který dodává plugin nazvaný 
Android Developement Tools. Plugin je určen k vývoji, testování a ladění aplikací 
pro Android OS. Usnadňuje vývoj, protože je skrze něj možno přistupovat k jednotlivým 
nástrojům Android SDK.  
2.4 Android SDK 
Android software development kit obsahuje nástroje potřebné k vývoji aplikací 
určených pro Android OS. Zahrnuje nástroje pro vývoj, testování a ladění aplikací. Patří 
mezi ně [2, 3]: 
 Android API - knihovny API, které poskytují vývojáři přístup k Android funkcím; 
 vývojové nástroje - nástroje určené pro kompilaci a debugování aplikací; 
 Android emulator - jedná se o emulátor zařízení, na kterém běží Android 
OS. Využití emulátoru ulehčuje testování aplikací vzhledem k mnoha různým 
verzím Android OS. Emulátor využívá Dalvik VM, v jehož rámci spouští 
výsledné aplikace; 
 dokumentace; 
 ukázkové kódy. 
2.5 Tvorba aplikací pro Android 
Platforma Android se snaží o usnadnění znovupoužitelnosti. Z tohoto důvodu poskytuje 
různé komponenty, které mají tuto funkčnost podporovat. Do těchto komponent spadají 





2.5.1 Aktivity - Activity 
Hlavním stavebním prvkem aplikací určených pro Android OS je Aktivita. Aktivita 
má vlastní uživatelské rozhraní a reaguje na uživatelský vstup. Je aktivní pouze 
v popředí, pokud dojde k přepnutí na jinou aktivitu, tak je automaticky pozastavena. 
Každá ucelená činnost aplikace představuje jednu aktivitu. Aplikace může obsahovat 
takovýchto aktivit více, nicméně jednotlivé aktivity jsou na sobě nezávislé. Aktivita 
může vyvolat jinou aktivitu stejné nebo jiné aplikace, která opět začne komunikovat 
s uživatelem. Systém si pamatuje, v jakém pořadí byly aktivity spuštěny. Uživatel 
se může vracet zpátky pomocí systémového tlačítka zpět. [2, 3] 
Každá aktivita má svůj životní cyklus, který je znázorněn na následujícím obrázku 2.3, 
ale nemá nad ním kontrolu. 
 





2.5.2 Služby - Services 
Služby jsou podobné aktivitám až na to, že nemají uživatelské rozhraní a nepracují 
s uživatelským vstupem přímo. Pokud je nějaký vstup potřeba, je předáván pomocí 
systému zpráv, ať už se jedná o uživatelskou akci, akci způsobenou hardwarem, 
systémem nebo jinou aplikací. Služby se využívají pro dlouhotrvající operace, které 
je vhodné provádět na pozadí, a u kterých není nutné vytvářet uživatelské 
rozhraní. [2, 3] 
Životní cyklus je znázorněn na následujícím obrázku 2.4. 
 
 
Obrázek 2.4 Životní cyklus služby [6] 
 
2.6 Android Manifest 
Jedná se o základní konfigurační soubor celé aplikace. Jsou z něj získávány informace 
o aplikaci, aktivitách existujících v rámci aplikace, požadovaných právech k přístupu 
k jednotlivým službám, atd. Je v něm určena i minimální verze API, která je potřebná 





3 Pulzně kódová modulace 
Jedná se o digitální reprezentaci analogového zvukového signálu. Analogový signál 
je zaznamenáván pomocí mikrofonu. Mezi záznamy jsou stejně dlouhé prodlevy. 
Vzorky jsou následně převedeny do binárního kódu. [14] 





Kvantování je proces převodu spojitého oboru hodnot na diskrétní obor hodnot. 
Vždy je to proces ztrátový a nevratný. Existují dvě používané varianty kvantování: 
 lineární – kvantizační hladiny jsou od sebe stejně vzdálené; 
 nelineární – úrovně kvantizačních hladin jsou přizpůsobené určitému účelu. 
Rozlišení určuje přesnost měření v jednotlivých bodech. Obvykle se používá 8 nebo 
16 bitů. Každé kvantování zanáší do signálu kvantizační šum, jehož úroveň 
s rostoucím rozlišením klesá. Při příliš nízkém rozlišení digitalizovaného zvukového 
signálu je kvantizační šum slyšitelný. [14] 
3.2 Kódování 
Kódování je převod anologového signálu do binární podoby pomocí A/D převodníku. 
Analogově digitální převodník je elektronická součástka určená pro převod spojitého 
signálu na signál diskrétní, což umožňuje zpracování anologového signálu 






4 Java Native Interface 
Platforma Java nabízí kvalitní běhové prostředí. I přesto se nelze vyhnout situacím, 
kdy její možnosti nejsou dostačující. Toto prostředí má i své hranice. Virtuální 
stroj, který  zajišťuje nezávislost na platformě nižší úrovně, může být omezující 
např. pokud chceme využít již existujícíh programů či knihoven. [8] 
Java Native Interface je rozhraní umožňující propojit kód běžící na virtuálním stroji Javy 
s nativními programy a knihovnami napsanými v jiných jazycích, jako je např. C, C++, 
Assembler, apod. [13] 
4.1 Fungování JNI 
Pro vytvoření nativní knihovny tak, aby ji bylo možné volat z aplikace pro platformu 
Java, je potřebné udělat následující kroky[8]: 
1. vytvoření třídy v Javě. Tato třída deklaruje potřebné nativní metody; 
2. přeložení třídy do byte kódu; 
3. vytvoření hlavičkového souboru se signaturou metody pro její implementaci; 
4. implementace metody; 
5. zkompilování nativní knihovny. 
Nativní knihovnu je před použitím nutné nejprve načíst. Nativní knihovna musí 
obsahovat příslušnou metodu deklarovanou v Javě, jinak při jejím volání dojde 
k vyjímce. Načtení knihovny lze provést pomocí níže uvedeného kódu, kdy parametr 
path značí cestu ke knihovně [8]: 
1. System.loadLibrary(String path); 
 
 
4.2 Předávání dat 
Rozhraní JNI umožňuje předávat parametry nativním metodám. Java z tohoto důvodu 
definuje pro své datové typy ekvivalenty, které je možné použít při tvorbě knihovny. 
Primitivní datové typy se předávají hodnotou a je s nimi možno pracovat přímo. Objekty 






5 Specifikace projektu 
Tato kapitola se zabývá popisem projektu a základních částí, které bude obsahovat. 
Cílem tohoto projektu je vytvořit distribuovaný diktovací systém. Diktování bude 
probíhat v reálném čase. Klient využívající přepis bude ihned vidět diktovaný 
text. Projekt je rozdělen na klientskou a serverovou část. Klientská část projektu, která 
poběží na platformě Android, se bude starat o záznam a kompresi zvuku v reálném 
čase. Takto zkomprimovaná data budou předána serverové části. Serverová část bude 
muset zvuková data dekomprimovat. Získaná audio data budou přepsána 
na text pomocí poskytnutého jádra diktovacího systému. Klientská část bude 
implementována jako knihovna tak, aby mohla být využita i v jiných aplikacích. 
Funkčnost diktovacího systému bude předvedena na ukázkové aplikaci. 
Projekt se tedy bude skládat ze tří hlavních částí: 
 serverová část; 
 klientská část; 
o knihovna pro Android OS; 
o aplikace pro Android OS. 
Princip diktovacího systému je znázorněn na následujícím obrázku 5.1: 
 





5.1 Serverová část 
Serverová část diktovacího systému bude poskytovat přepis řeči na text. Jednotliví 
klienti budou odesílat zvuková data, která bude server zpracovávat. Hlavními úkoly 
serverové části jsou: 
 propojení s poskytnutým jádrem diktovacího systému; 
 zpracování požadavků od klientů; 
 zpracování příchozích audio dat; 
 přepis řeči na text a jeho zpracování. 
5.2 Knihovna pro Android OS 
Knihovna pro Android OS bude obsahovat třídy a metody určené pro záznam 
a zpracování zvuku, komunikaci se serverovou částí, zpracování a předávání výsledků 
klientské aplikaci. 
Klientská část diktovacího systému bude zpracována jako knihovna z důvodu 
jednoduché znovupoužitelnosti u jiných aplikací. Díky tomu ji bude možné použít 
u co nejširší škály různých aplikací. 
Hlavní úkoly: 
 záznam zvuku; 
 komprese zvukových dat; 
 komunikace se serverovou částí; 
 poskytnutí přepisu klientské aplikaci. 
5.3 Aplikace pro Android OS 
Aplikace pro platformu Android má především prezentovat diktovací systém. Jako 
ukázková je vybrána aplikace, která bude pracovat s SMS zprávami. SMS zprávy byly 
zvoleny z důvodu jejich masového výskytu a širokému spektru každodenních uživatelů. 
Aplikace bude umět procházet existující konverzace, vytvářet a odesílat nové SMS 
zprávy. Pro tvorbu SMS zpráv bude použit distribuovaný diktovací systém. 
Hlavní úkoly: 
 prezentace diktovacího systému na tvorbě nové sms; 
 zobrazení konverzací; 
 zobrazení SMS odeslaných a přijatých v rámci konverzace; 
 práce s kontakty; 





6 Návrh aplikace 
Tato kapitola se zabývá podrobnějším návrhem jednotlivých částí projektu. 
Je charakterizováno jejich chování, použité technologie a jejich důsledky. 
6.1 Kodek a datová náročnost 
Klientská část bude přenášet zvuková data na server. Jelikož se počítá s využitím 
přepisu nejen v místech, kde je dostupná wi-fi síť, ale i v místech kde wi-fi síť není, 
tak je potřeba počítat i s využitím některého z mobilních způsobů připojení. Existující 
možnosti jsou uvedeny v následující tabulce 6.1: 
 Tabulka 6.1 Technologie pro přenost dat [9] 




GPRS 80 kbit/s 35 kbit/s (průměr) 
EDGE 218 kbit/s 134 kbit/s 
UMTS 384 kbit/s 320 kbit/s (průměr) 
HSUPA - 5 760 kbit/s 
Zaznamenaný zvuk, který má vzorkovací frekvenci 8000 Hz, jeden kanál a rozlišení 
16b má bez komprese datovou náročnost 128 kbit/s. Což je použitelné v sítích typu 
EDGE a novějších. Hodinová náhrávka by dosahovala velikosti 54.932 MB. Nicméně 
vzhledem k existenci FUP není možné neomezeně přenášet data přes síť. Je nezbytné 
omezit datový tok. Z tohoto důvodu bude řeč komprimována. 
Pro komprimaci byl vybrán Speex kodek z toho důvodu, že není patentován a k jeho 
použití není potřeba žádná licence. Výhodou je možnost volit si míru komprese pomocí 
konstanty při inicializaci encodéru. Konstantu je možné zvolit v rozmezí 0 – 10, přičemž 
0 znamená nejlepší kompresi. Nicméně vzhledem tomu, že proces komprese 
je ztrátový, je výsledný zvuk, dekomprimovaný na straně serveru, již značně nekvalitní. 
[11] 
V projektu je použita javová implementace kodeku nazvaná jSpeex, jehož domovská 







Pro komunikaci mezi serverovou a klientskou částí byl navržen vlastní protokol. 
Při návrhu byl kladen důraz na malou datovou náročnost. Protokol bude využívat 
služby TCP protokolu, jelikož je potřeba zajistit doručení všech dat ve správném 
pořadí. 
6.2.1 TCP protocol 
Protokol TCP spadá do protokolů transportní vrstvy. Nabízí spolehlivý komunikační 
kanál. Spolehlivosti je dosaženo připojením TCP hlavičky. Díky hlavičce je příjemce 
schopen zkontrolovat, jestli se některý packet neztratil, nebyl poškozen nebo 
duplikován. Protokol TCP je spojovaný. Před každou výměnou dat musí být navázáno 
spojení a po ukončení výměny dat musí být spojení uzavřeno. Protokol využívá kladné 
potvrzování. To znamená, že potvrzuje úspěšně přijátá data. Data, u kterých došlo 
k chybě při přenosu, nepotvrzuje. Pokud data, které odesílatel odeslal, nejsou během 
určité časové doby potvrzena, odešle je znova. [12] 
6.2.2 Popis vlastního protokolu 
Komunikace začíná ze strany klienta. Odesílá první zprávu, ve které požaduje služby 
diktovacího systému. Server odpovídá typem a verzí protokolu. Pokud typ a verze 
protokolu souhlasí, klient odešle potvrzení. V případě neshody klient odešle zprávu 
o tom, že verze protokolu se neshodují a komunikace je ukončena. Server přijme 
potvrzení o shodné verzi protokolu a odešle zprávu o tom, že je připraven na diktování. 
Klient potom odesílá požadavky na spuštění nebo pozastavení diktátu. Na zprávu 
o pozastavení server nijak neodpovídá. Na požadavek na spuštění diktátu odpovídá 
zprávou, ve které je uvedeno, jestli se povedlo úspěšně zabrat jádro diktovacího 
systému a přepis je možný nebo ne. 
Pokud si klient vyžádá začátek diktování a jádro je úspěšně zabráno, jsou na server 
odesílány zprávy, jenž obsahují komprimovaná zvuková data. Server na ně odpovídá 
zprávami obsahujícími přepisem pronesených slov. 
Jako poslední je odeslána zpráva, která znamená, že klient už nadále nevyžaduje 











6.3 Serverová část 
Serverová část se stará o poskytnutí přepisu klientům. Bude vyvíjena na OS Windows 
s využitím platformy Java. 
6.4 Princip serverové části 
Serverová část inicializuje grafické rozhraní, pomocí kterého je možné server ovládat. 
Poté co bude server spuštěn, proběhne inicializace jádra diktovacího systému a server 
začne naslouchat na specifikovaném portu. Po příchodu klienta vytvoří samostatné 
vlákno, které se bude starat o obsluhu klienta. Server bude s klientem komunikovat 
pomocí protokolu, který je popsán v kapitole 5.2.2. Pokud si klient vyžádá diktovací 
službu, tak vlákno obsluhující klienta se pokusí získat volné jádro diktovacího systému. 
V případě, že je alespoň jedno jádro volné, je zabráno a systém je připraven 
na diktování. 
U diktování SMS se počítá s krátkými dobami připojení. Z toho důvodu budou jádra 
klientům přidělována na vyžádání tak, aby bylo možné mít co nejvíce připojených 
klientů. Klient, který bude aktuálně vyžadovat službu diktovacího systému, si zabere 
jádro diktovacího systému a bude mu umožněn diktát. Po dokončení diktátu uvolní 
jádro pro dalšího klienta. 
Server bude přijímat komprimovaná zvuková data od klienta a následně posílat 
text přepisu zpět. Zvuková data budou komprimována a dekomprimována pomocí 
kodeku. K jádru diktovacího systému se bude přistupovat pomocí JNI rozhraní. 
6.4.1 Jádro diktovacího systému 
Server bude využívat poskytnuté jádro diktovacího systému. Jádro bylo poskytnuto 
firmou Phonexia. Použití jádra vyžaduje licenční soubor, který je možné rovněž získat 
od výše zmíněné firmy. Jádro je k dispozici ve formě dynamicky linkované knihovny. 
Je implementováno v jazyce C++. Jelikož bude serverová část implementována 
v jazyce Java, je potřeba využít JNI rozhraní, aby bylo možné s jádrem pracovat.  
Pro kompilaci nativní knihovny bude využit MinGW kompilátor. Jedná se o open source 








Obrázek 6.2 Princip fungování serverové části projektu  
6.4.2 Základ práce s diktovacím jádrem 
Pro práci s jádrem diktovacího systému je nejprve zapotřebí si načíst licenční soubor. 
Poté je pomocí metody BSAPICreateInstance() získána nová instance diktovacího 
systému. Následuje nastavení způsobu diktování. V tomto projektu bude použit přepis 





rozpoznávače je předána instance třídy, která zajišťuje zpracování výsledku přepisu. 
Poslední krok u vytváření nové instance jádra rozpoznávače je načtení konfiguračního 
souboru.  
Audio data se předájí jádru pomocí metody ProcessWaveform(coding, freq, chan, 
bufferPtr,lengthData, isLastFrame). Prvním parametrem je použitý typ kódování zvuku. 
Druhým je vzorkovací frekvence. Třetí parametr značí počet kanálů. Čtvrtý a pátý 
parametr se týkají předávaných dat. První v pořadí je ukazatel na pole se zvukovými 
daty, druhým je počet prvků pole, ve kterých jsou data uložena. V případě, 
že je poslední parametr nastaven na konstantu PF_LASTFRAME značí to, že se jedná 
o poslední část předávaných zvukových dat. 
Po dokončení přepisu předaných dat je volána instance třídy, která byla uvedena 
při vytváření instance jádra diktovacího systému. Je jí předán ukazatel na objekt 
reprezentující strom, který obsahuje přepis záznamu. Pomocí metody 
GetNRemovedCharacters() je možné získat počet znaků, které se od posledního 
přepisu změnily. Pomocí metody GetWord() je možné získávat jednotlivá slova přepisu. 
Při inicializaci serveru bude možno zvolit počet vytvořených instancí. Instance budou 
vytvořeny při startu, jelikož jejich vytvoření je výpočetně náročné a není žádoucí, 
aby při každém připojení nového klienta došlo k vytvoření nové instance rozpoznávače 
a následně jejího zrušení. Počet rozpoznávačů bude limitovat počet klientů, kterým 
je souběžně poskytnut přepis. 
6.4.3 Vícevláknové zpracování 
Pro implementaci serverové části budou využita vlákna tak, aby bylo možné obsluhovat 
více klientů najednou. V prvním vlákně poběží uživatelské rozhraní umožňující 
ovládání serveru. Po spuštění serveru se vytvoří vlákno, které bude využívat třídu 
ServerSocket z balíčku java.net.ServerSocket. Bude se starat o příchozí klienty. Každý 
připojený klient bude poté přesunut do vlastního vlákna, kde proběhne jeho inicializace, 
následné diktování i ukončení celé komunikace. 
6.5 Klientská část 
Klientská část bude implementována jako knihovna. Do aplikace využívající diktovací 
systém ji bude před použitím potřeba importovat. Výhodou je možnost použití 
v různých aplikacích. Při implementaci bude snaha o malou výpočetní a paměťovou 
náročnost tak, aby i náročnější aplikace měly možnost využití přepisu a nedocházelo 






6.5.1 Záznam zvuku na platformě 
Vzhledem k tomu, že přepis řeči bude probíhat v reálném čase, tak je zapotřebí, 
aby i nahrávání a zpracování zvuku taktéž probíhalo v reálném čase. Android 
umožňuje nahrávání zvukových vstupu pomocí dvou tříd. Jednou z nich je třída 
MediaRecorder. Tato třída je schopna zpracovávat audio data ze vstupního zařízení, 
ale její omezení spočívá v tom, že data jsou po celou dobu procesu zpracovávána 
automaticky a publikován je až výsledek celého nahrávání. Tento výsledek je uložen 
do souboru. Bylo by možné pro záznam využít tuto třídu, ale bylo by to značně 
neefektivní. Jelikož by se nahrávání muselo opakovat v krátkých cyklech, ve kterých 
by probíhal i zápis do paměti.  
Druhou třídou, která umožňuje nahrávání audio vstupu, je třída AudioRecorder. Hlavní 
výhodou této třídy je to, že data jsou nahrávána do bufferu, odkud jsou posléze čtena 
a zpracovávána. AudioRecorder umožňuje použít dvojí kódování dat. V obou 
případech se jedná o pulzně kódovou modulaci. Liší se ale rozlišením, které používají. 
Jedno rozlišuje 8 bitů neboli 256 hodnot a druhé rozlišuje 16 bitů neboli 65536 hodnot. 
Použito bude rozlišení se 16 bity ze dvou důvodů. Prvním je kvalitnější záznam zvuku 
pro přepis, což by mělo vést k menší chybovosti u přepisu. Druhým je jeho 
garantovaná podpora na všech zařízeních narozdíl od druhého uvedeného kódování. 
6.5.2 Vláknové zpracování 
Knihovna bude využívat vlákna, aby nedocházelo k blokování. Bude obsahovat 
dvě vlákna. První vlákno bude mít na starosti záznam a zpracování zvuku, druhé 
vlákno se bude zabývat správou diktovacího systému a komunikací se serverovou 
částí pomocí navrženého protokolu. 
Pro komunikaci mezi vlákny, zvláště mezi vlákny knihovny a aplikací využívající tuto 
knihovnu, bude použita třída Handler. Při vytvoření instance třídy Handler dojde 
k propojení vlákna a fronty zpráv toho vlákna s touto instancí. Skrze tuto instanci 
je následně možné přijímat a odesílat jednotlivé zprávy určené jiným vláknům. Pomocí 
této třídy bude knihovna komunikovat s aplikací. Bude ji informovat o změne stavu, 
chybách a předávat jí data z diktovacího systému. 
6.5.3 Vlákno spravující knihovnu 
Vlákno se postará o inicializaci komunikace mezi serverem a knihovnou podle 
zadaných parametrů. Jakmile je ustanoveno spojení, vlákno spravující knihovnu vytvoří 
vlákno, které se bude starat o záznam zvuku. Vlákno pro záznam zvuku se inicializuje 
a pozastaví. Klientská část diktovacího systému bude připravena na požadavek 
na začátek diktování. Při výskytu požadavku na začátek diktátu vlákno odešle 





vlákno pro záznam zvuku a bude se starat o odesílání komprimovaných dat, které 
poskytuje toto vlákno a o příjem přepisu ze strany serveru. Přepis bude předávat 
klientské aplikaci. Při požadavku na ukončení diktátu ukončí spojení se serverovou 









6.5.4 Vlákno zpracovávající zvuk 
Vlákno bude využívat třídu AudioRecorder, která je popsána výše v kapitole 6.5.1. 
Vlákno bude pomocí této třídy zaznamenávat zvuk. Takto získaná data následně 
komprimuje pomocí kodeku, který je popsaný na obrázku 6.4 níže. Komprimovaná data 










6.6 Popis ukázkové aplikace 
Aplikace má ukazovat možnosti diktovacího systému, z tohoto důvodu bude zaměřena 
na práci s SMS zprávami. Aplikace bude obsahovat dvě obrazovky. První obrazovka 
aplikace bude zobrazovat konverzace, které uživatel vede. Budou zobrazeny 
pod sebou v chronologickém řazení od nejnovější. Pokud uživatel nechce využít 
žádnou z již existujících konverzací, má možnost si vytvořit konverzaci novou. 
Druhá obrazovka aplikace bude sloužit k zobrazení sms, které byly v rámci konverzace 
poslány. SMS zprávy budou taktéž zobrazeny od nejnovější po nejstarší. V případě, 
že se bude jednat o novou konverzaci, bude mít uživatel možnost si vybrat kontakt, 
který má uložený ve svém mobilním telefonu. Nebo bude moci telefonní číslo napsat 
přímo. Poté využije diktovací systém k vytvoření nové SMS. Posledním krokem bude 
její odeslání. 
6.6.1 Databáze 
Ke kontaktům a SMS zprávám je možné přistupovat pomocí databáze. Android využívá 
open source databázi SQLite. Databáze je automaticky spravována systémem 
Android. Přístup do databáze vyžaduje čtení dat z paměti, což je pomalá operace. 
Proto je výhodné provádět operace s databází ve vlastním vlákně. Práce s databází 
probíhá pomocí dotazů v jazyku SQL. Provedení jednoho dotazu nad databází vrací 
instanci třídy Cursor. 
Cursor reprezentuje výsledek dotazu. Odkazuje na jeden záznam výsledku dotazu. 
Díky tomu nemusí Android OS nahrávat celý výsledek do paměti, ale umožňuje 
zpracovávat výsledky postupně. 
Ke sdílení dat mezi různými aplikacemi se využívají poskytovatelé obsahu 
(ContentProvider). Například data kontaktů, uložená v telefonu, jsou využívána více 
aplikacemi, mezi které patří i tato aplikace. Z tohoto důvodu musí být uložena jako 
sdílená, aby bylo možné k nim jednotně přistupovat. ContentProvider je třída, která 
implementuje standardní skupinu metod tak, aby mohly ostatní aplikace přistupovat 
k datům. Android má už v základu několik sdílených dat. Mezi ně spadají kontakty, 
obrázková galerie, sms, atd. K výběru dat se využívají URI. 
URI je řetězec, pomocí něhož je možné přistupovat k vybraným datům. Skládá 
se ze tří částí. První je řetězec "content://". Za ním následuje část reprezentující 







Konverzace jsou uloženy v databázové tabulce, která je přístupná pomocí 
URI "content://sms/conversations/". Tabulka obsahuje záznamy o jednotlivých 
uskutečněných konverzacích. Každá přijatá či odeslaná SMS je přiřazena 
do konverzace. Pokud je SMS přijata nebo odeslána na číslo, se kterým již došlo 
k výměně SMS zpráv, tak je tato zpráva automaticky přiřazena do konverzace. Zprávě 
se přiřadí ID konverzace. V případě, že se jedná o číslo, se kterým ještě nedošlo 
k výměně zpráv, je založena nová konverzace. 
6.6.3 Sms zprávy 
Jednotlivé SMS zprávy jsou v Android OS uloženy v databázi. SMS jsou přístupné 
všem aplikacím za předpokladu, že si vyžádají povolení pro práci s SMS zprávami 
v manifestu. Android nijak nerozlišuje přijaté nebo odeslané zprávy. Oba typy obsahují 
stejné datové položky. K databázi SMS zpráv je možné přistupovat pomocí 
následujícího URI "content://sms". 
Zprávy obsahují mnoho dat. Pro naše účely budou podstatné následující informace. 
Číslo, na které byla SMS zpráva odeslána, popřípadě číslo, ze kterého přišla. Datum 
přijetí SMS zprávy. Jestli se jedná o zprávu odeslanou nebo přijatou. ID konverzace, 
do které SMS zpráva spadá. Text SMS zprávy. Celá tabulka s SMS zprávami obsahuje 
následující položky: 
 
Obrázek 6.5 Položky databázové tabulky zpráv v telefonu  
Zpráva neobsahuje ID kontaktu, je v ní uloženo pouze telefonní číslo. Z tohoto důvodu 






V tomto projektu se bude pracovat s kontakty uloženými v telefonu. Prvním případem 
je zobrazení konverzací, kdy je potřeba získat jména kontaktů. Druhým případem 
je tvorba nové konverzace (sms zprávy), kdy si uživatel může vybrat jeden 
z existujících kontaktů v telefonu. 
Kontakty jsou rovnež uloženy v databázové tabulce. Jelikož tabulka konverzací, 
ani tabulka SMS zpráv, neobsahuje jméno člověka, se kterým je konverzace vedena, 
je potřeba si toto jméno vyhledat. Android umožňuje jednoduše vyhledat kontakt 
z databáze pomocí různých parametrů jako je např. telefonní číslo. Je vhodné využít 
vestavěný přístup, jelikož je optimalizovaný.  
Pro výběr kontaktu je možné využít některou z vestavěných funkcí Android 
OS. V tomto případě se využívá koncept znovupoužitelnosti. Programátor nemusí řešit 
problémy, které již byly vyřešeny. Naopak je podněcován k tomu, aby využil 
již existující řešení. Pro výběr kontaktů pomocí existujícího řešení se využívá metoda 
startActivityForResult(), která spustí jinou aktivitu v rámci systému a očekává 
od ní vyžádaná data. V tomto případě data o vybraném kontaktu. 
Jakmile je dokončen výběr, volaná aktivita vrátí požadovaná data. Proto, abychom byli 
schopni získat výsledek, musí aktivita, která volala jinou aktivitu za účelem získání 
dat, implementovat metodu onActivityResult(), které je předán výsledek výběru. 
Všechny takto spuštěné aktivity vrací výsledek do této metody. Výsledky různých aktivit 






7 Popis implementace projektu 
Kapitola popisuje implementační detaily tohoto projektu. 
7.1 Popis serverové části 
Základní částí je třída ServerMain.java, která spouští jednotlivá vlákna serverové části 
a stará se o vytvoření jader diktovacího systému. Jako první spouští uživatelské 
rozhraní, které je implementováno pomocí knihovny swing.  
 
Obrázek 7.1 Grafické rozhraní serverové části  
Pomocí GUI lze nastavit počet rozpoznávačů, které by měl server vytvořit a na jakém 
portu by měl přijímat klienty. Jakmile jsou nastaveny parametry a je požadován 
start serveru, metoda startServer() vytvoří nové rozpoznávače popř. uvolní přebytečné 
rozpoznávače. Poté spustí příjem klientů. 
7.1.1 Příjem klientů 
O příjem klientů se stará třída DictateServerSocket. Implementuje rozhraní Runnable, 
takže je možné ji spustit jako samostatné vlákno. Defaultně využívá port 15050. 
Vyčkává v metodě run() na připojení klienta, a jakmile se některý z klientů připojí, 





7.1.2 Zpracování klientů 
U klienta se nejprve provede inicializace komunikace, o kterou se stará metoda 
initCommunication(). V případě, že je komunikace ustanovena, je server připraven 
na příjem zvukových dat od klienta. Příjem dat probíhá v metodě 
dictateCommunication(). Při vyžádání přepisu se server pokusí zabrat volný 
rozpoznávač pomocí statické metody getFreeTranscriptor() třidy ServerMain. 
Pokud je rozpoznávač volný, dojde k jeho zabrání a klient může začít posílat 
komprimovaná zvuková data. Přijatá data se dekomprimují a předají jádru diktovacího 
systému.  
7.1.3 Zpracování komprimovaných dat 
O dekomprimování zvukových dat se stará třída AudioDecoder. Metodě 
decodeAudioData(byte[] audioData, int numOfBytesRead) jsou v prvním parametru 
předány přijatá zvuková data a ve druhém parametru se nachází počet těchto dat. Data 
jsou pomocí jSpeex kodeku dekomprimována. 
7.1.4 Práce s jádrem diktovacího systému 
Třída StTJNI je určena pro práci s jádrem diktovacího systému. Pro správnou 
funkčnost jádra je potřeba načíst 3 knihovny. První dvě se jmenují mkl.dll, bsapi.dll 
a jsou součástí diktovacího jádra. Třetí je nativní knihovna, která je vytvořena pro tento 
projekt. Skrze ni je možné komunikovat s jádrem diktovacího systému. S jádrem 
se pracuje pomocí JNI rozhraní. Jsou využity čtyři metody. 
Metoda createInsatnce() se stará o vytvoření rozpoznávače a jeho provázání s instancí 
třidy StTJNI, která volala tuto metodu. Metoda uloží hodnotu ukazatele na instanci 
jádra do instance třídy, která volala tuto metodu. Takto je v paměti vytvořena trvalá 
instance, která může být použita vícekrát, takže ji není nutno vytvářet za běhu. 
Uchování vytvořené instance v nativním kódu je řešeno pomocí přetypování ukazatele 
na jádro na datový typ uint64_t. Získaná hodnota je pomocí JNI rozhraní přenesena 
do proměnné instance třídy jazyka Java.  
Druhou metodou je pushData(byte[] audioData, boolean lastDataSegment). Stará 
se o předání nových zvukových dat jádru. Pokud je spuštěna s parametrem true, 
tak se jedná o poslední část dat. To znamená, že dojde k uvolnění datové struktury 
přepisu a jádro je možno znovu využít.  
Metoda getTranscription(boolean clearTranscription) vrací aktuální přepis zvukových 
dat. Pokud je volána s parametrem true, je přepis smazán.  
Poslední metodou využívající rozhraní JNI je freeInstance(), která se stará o uvolnění 





7.1.5 Zpracování přepisu 
Třída RetStringParser zajišťuje zpracování přepisu tak, aby klientovi bylo odesláno 
pouze minimum potřebných dat. Metoda getIndexOfDifference(String str1, String str2) 
najde pozici, kde se liší předchozí přepis od přepisu aktuálního. Klientovi je potom 
odeslán pouze index, na kterém došlo ke změně a část přepisu od tohoto indexu. 
7.2 Popis knihovny pro Android 
Android knihovna je implementována pro Android OS v 4.0 a vyšší. Má na starosti 
záznam zvuku, jeho zpracování, odeslání výsledku na server a získání přepisu. 
Knihovnu je možné použít jako službu nebo jako vlákno. Pro využití knihovny jako 
služby slouží třída SpeechToTextService a pro využití knihovny jako vlákna je určena 
třída SpeechToText.  
7.2.1 Využití knihovny jako služby 
Využití služby je výhodné v tom, že aktivity, které využívají přepis řeči na text, se k této 
službě připojí pomocí metody bindService().  
Metoda bindService() se navrátí, ale spojení se službou není navázáno ihned. Jakmile 
je spojení vytvořeno, je volána metoda onServiceConnected(), která předá třídu, která 
reprezentuje spojení mezi aktivitou a službou, aktivitě. Toto spojení je v tomto případě 
reprezentováno třídou MyBinder. Tato třída musí implementovat rozhraní IBinder. Více 
různých aktivit aplikace může volat metodu bindService(). Inicializace služby 
však proběhne pouze jednou. Služba musí implementovat metodu onBind(), aby mohlo 
dojít k připojení. 
Jakmile už není služba zapotřebí, je volána metoda unbindService(), která sníží počet 
připojených klientů o jedna. Jakmile počet klesne na nulu, dojde k zastavení služby 
a jejímu úklidu pomocí GC. V metodě onDestroy() této služby je voláno i ukončení 
celého diktovacího systému, takže dojde k automatickému zastavení vláken 
a ukončení. 
Výhodou využití služby je její automatický start při připojení a automatický konec 
při ukončení všech aktivit, které se předtím k této službě připojily. Toto platí 
za předpokladu, že aktivity, které službu využívaly, použijí v poslední fázi svého 
životního cyklu metodu unbindService(). Z tohoto důvodu byla služba do knihovny 
přidána. Služba v podstatě obaluje funkčnost, kterou nabízí samostatné vlákno. 
7.2.2 Využití knihovny jako vlákna 
Knihovnu je možné použít přímo jako vlákno pomocí třídy SpeechToText. 





metody getInstance(). Třída obsahuje deklarace konstant, které jsou využity 
při předávání zpráv mezi vlákny knihovny a aktivitami, jež využívají knihovnu. 
Komunikace probíhá pomocí tříd Handler a Message. Handler je třída, která obstarává 
reakce na jednotlivé zprávy a třída Message reprezentuje tuto zprávu. Vláknu 
je potřeba metodou setHandler(Handler) nastavit Handler, pomocí kterého komunikuje 
s aplikací. Metoda setServerIpAddr(String serverIpAddress) slouží k nastavení 
IP adresy serveru. Metoda setServerPortNumber(int portNumber) je určena 
pro nastavení portu serveru. Základní metody pro ovládání knihovny 
jsou initSystem(boolean forcedInitAfterError), startSpeechToTextTranscription(), 
pauseSpeechToTextTranscription(), stopSpeechToTextTranscription(). 
Metoda initSystem(boolean forcedInitAfterError) se stará o vytvoření vlákna. Vytváří 
vlákno pro řízení knihovny a komunikaci se serverem, které je reprezentováno třídou 
SpeechToTextProtocol. Parametr forcedInitAfterError slouží k vynucení pokusu 
o inicializaci, pokud už v minulosti došlo k chybě. 
Metoda pauseSpeechToTextTranscription() provede pozastavení vláken. Před jejich 
zastavením jsou odeslána a přepsána všechna data, která byla doposud nahrána. 
Knihovna v této fázi vyčkává na opětovné spuštění nebo definitivní zastavení.  
Metoda stopSpeechToTextTranscription() probudí vlákna, kterým předá požadavek 
na ukončení. Tato vlákna dokončí svou činnost a normálně se ukončí. 
7.2.3 Řízení knihovny a komunikace se serverem  
Vlákno, komunikující se serverem, se nejprve pokusí o připojení k serveru. Pokud 
je úspěšné, metoda initCommunication() provede inicializaci komunikace. V případě, 
že je komunikace úspěšně ustanovena je spuštěna metoda transcript(). Tato metoda 
se stará o ovládání nahrávání a o odesílání komprimovaných dat na server. Při vstupu 
do metody je vlákno pozastaveno a čeká na požadavek na spuštění diktátu. Jakmile 
vznikne požadavek na začátek diktátu, odešle jej na server. V případě úspěšného 
zabrání jádra diktovacího systému, spustí vlákno pro záznam zvuku a vyčkává 
na komprimovaná zvuková data. Dostupná data odesílá na server a následně 
zpracovává získaný přepis. 
7.2.4 Záznam zvuku a komprese 
Pro záznam zvuku slouží třída Recorder. Audio data jsou uložena v poli prvků typu 
short. Před inicializací samotného Recorderu je zapotřebí zjistit si velikost bufferu 
pro zvuková data. Jeho velikost se liší podle nastavených parametrů. Vyšší vzorkovací 
frekvence zvyšuje i paměťové nároky na buffer. Počet kanálů a použitý způsob 





Inicializace samotného AudioRecorderu se provádí přímo v konstruktoru. U takto 
inicializovaného nahrávače je nezbytné spustit nahrávání a posléze v cyklech nahraná 
zvuková data číst. Tato činnost se provádí v těle metody run() třidy Recorder. 
Velikost bufferu, použitého při inicializaci, ovlivňuje, jak dlouho je systém schopen 
zaznamenávat zvuk před tím, než dojde k přepisu starých dat, která ještě nebyla 
přečtena. Data by měla být čtena z bufferu po celcích.  
Třída Recorder implementuje rozhraní Runnable, takže je možné ji spustit jako 
samostatné vlákno, které má na starosti záznam zvuku. Vlastní vlákno je použito 
z důvodu, aby byl záznam čten často a nedocházelo k jeho přepisování novějšímy 
daty. 
Při volání metody startRecording() dojde k požadavku na začátek nahrávání. Instance 
třídy Recorder se pokusí získat si záznamové zařízení v metodě prepareRecorder(). 
Pokud je zabrání úspěšné a zařízení je připraveno, je spuštěn záznam. Zaznamenává 
se do té doby, dokud není zavolána metoda pauseRecording() nebo stopRecording(). 
Získaná data jsou ukládána do seznamu reprezentovaného třídou DataToSendList. 
Před vložením dat do seznamu jsou data převedeny z datového typu short na datový 
typ byte a následně zkomprimována pomocí jSpeex kodeku. Poté jsou uložena 
do seznamu. 
Metoda shortArrToByteArr() převádí pole prvků typu short na pole prvků typu byte. 
Výsledek tohoto převodu je předán třídě AudioEncoder. Metoda 
encodeAudioData(byte[] audioData, int bytesRead) této třídy se stará o kompresi 
dat pomocí kodeku.  
7.2.5 Odesílání dat a příjem přepisu 
Výsledná data jsou v metodě transcript() třídy SpeechToTextProtocol postupně 
odebírána ze seznamu a odesílána na server pomocí metody 
sendMessage(ProtocolMessage) třídy ServerCommunication. Server odesílá zpět části 
přepisu. Ty jsou v knihovně zpracovány a předány aplikaci využívající knihovnu pomocí 
Handleru. 
7.3 Popis aplikace 
Aplikace se skládá ze dvou aktivit. Jedna se stará o zobrazení konverzací. Druhá 
má na starosti zobrazení jednotlivých zpráv a využívá přepis řeči na text.  
7.3.1 Výběr konverzací 
Hlavní třídou je ConversationActivity. Nejprve vytvoří uživatelské rozhraní a nastaví 





existujících konverzací. Jako poslední krok provede připojení ke službě diktovacího 
systému a jeho inicializaci.  
 
Obrázek 7.2 Výběr konverzací 
7.3.2 Načtení konverzací 
Pro zobrazení konverzací je použit ListView. Konverzace jsou načteny do seznamu 
pomocí metody getConversationsWithAsyncTask(). Ta vytvoří novou instanci třídy 
ConversationsAsyncTask, která vybere z databáze konverzace. Třída rozšiřuje třídu 
AsyncTask, která se využívá pro dlouho trvající operace tak, aby neblokovaly vlákno 
s uživatelským rozhraním. V podstatě v sobě zapouzdřuje funkčnost vlákna 
a Handleru, takže se programátor nemusí starat o předávání dat vláknu s uživatelským 
rozhraním. Třída se o to postará sama.  
V databázi konverzací ale není uloženo číslo ani jméno člověka, se kterým 
je konverzace vedena. Telefoní číslo je získáno z jedné SMS, která spadá 
do konverzace. Metoda getConversationPhoneNumber(String threadID) načte jednu 
sms, ze které je následně získáno telefoní číslo kontaktu. V neposlední řadě je nutné 
získat i jméno kontaktu, které bude zobrazeno ve výpisu. Získané telefonní číslo bude 
využito při odesílání sms. Pro získání jména z telefonního čísla je využita metoda 






Tato metoda se pokusí vyhledat v kontaktech toto číslo a získat k němu přiřazené 
jméno. Pokud se kontakt podaří nalézt, vrátí jeho jméno, v opačném případě 
je vráceno telefonní číslo kontaktu.  
Jednotlivé konverzace jsou uloženy do seznamu, který se skládá z prvků třídy 
Conversation. Ta reprezentuje jednotlivé konverzace a jejich detaily. Poté je vytvořena 
instance třídy ConversationsAdapter, které je předán seznam uskutečněných 
konverzací z předchozího kroku. ConversationAdapter se stará o jejich vykreslení 
uživateli.  
Pokud si uživatel vybere jednu z uskutečněných konverzací, je volána metoda 
openConversation(String number, String name, String threadId), které 
jsou v parametrech předány hodnoty telefonního čísla, jména a ID konverzace. Potom 
dojde k volání nové aktivity, která je reprezentována třídou SmsActivity, pomocí třídy 
Intent. 
U nové sms, je volána metoda newConversation(). Ta volá stejnou aktivitu jako 
v předchozím případě, pouze s tím rozdílem, že jí nejsou předány další parametry. 
Tímto je rozlišen požadavek na otevření konverzace a na novou konverzaci.  
7.3.3 Aktivita nové SMS zprávy 
Druhou aktivitou v této aplikaci je aktivita, která se stará o výpis sms, které se v rámci 
konverzace poslaly. Je reprezentována třídou SmsActivity. Nejprve je vytvořeno GUI 
a jsou nastaveny akce pro jednotlivá tlačítka. Poté dojde k připojení ke službě pro 
diktování.  
Následně jsou získána data z Intentu, který byl použit pro vyvolání této aktivity. Pokud 
data obsahují telefonní číslo, jméno a ID konverzace, jedná se o otevření již existující 
konverzace, pokud zde tyto údaje nejsou, jedná se o vytvoření nové konverzace. U 
existující konverzace jsou načteny SMS zprávy, které do ní spadají. K tomu je využita 
metoda loadSms(). Získání SMS probíhá z databáze pomocí kurzoru.  
Jedná-li se o novou konverzaci, uživateli je umožněno provést výběr osoby nebo 
zadání čísla. Jakmile je výběr dokončen, je volána metoda onActivityResult(int 
requestCode, int resultCode, Intent data), která se stará o zpracování výsledku výběru 
kontaktu. Ta předá data, která byla získána při výběru kontaktu, metodě 
getContactData(Intent data). V tomto případě se jedná o URI, které odkazuje na 
záznam o kontaktu. Není přímo vrácen objekt s požadovanými daty. Z tohoto důvodu je 














Následující kapitola se zabývá popisem testů. Jsou v ní popsána použitá testovací 
zařízení i průběh jednotlivých testů, které byly prováděny v tiché místnosti. 
8.1 Testovací zařízení 
Testování probíhalo na dvou reálných zařízeních. Prvním byl tablet Nexus 7 s Android 
OS verze 4.2.2. Druhým zařízením byl mobilní telefon Prestigio s Android OS verze 
4.0.3. 
                                                 
 8.1 Tablet Nexux 7                8.2 Mobilní telefon Prestigio 
8.2 Testování při vývoji 
Při výběru, jakým způsobem testovat aplikaci a knihovnu, byly preferovány testy na 
reálném zařízení. Většina testů v průběhu vývoje byla prováděna na zařízení Nexus 7. 
Jelikož firma Google, Inc. poskytuje ovladače k tomuto zařízení, tak je možné spouštět 
testy jednoduše z vývojového prostředí Eclipse. Navíc podporuje různé metody sloužící 
k záznamu ladících výpisů a zobrazení vyjímek.  
Testování projektu se dělilo na části, které odpovídaly aktuálně implementovaným 
funkcím. Jako první byla vyvíjena knihovna diktovacího systému. Následoval vývoj 
a testování serverové části. Poté bylo testováno propojení těchto částí. Jelikož 
v té době ještě nebyla vytvořena aplikace, která pracuje s SMS zprávami, tak knihovnu 
nebylo možné samostatně spustit. Z tohoto důvodu byla vytvořena jednoduchá 
aplikace, která uměla ovládat funkce knihovny. Tato aplikace sloužila pouze 






Obrázek 8.3 Testovací aplikace 
8.3 Závěrečné testování 
Na výsledné aplikaci byly provedeny testy zaměřené na funkčnost aplikace a její 
uživatelské rozhraní. Aplikaci testovalo celkem 9 lidí. Z toho pět lidí má zkušenost 
s používáním Android OS. Ostatní čtyři lidé využívají jiné existující platformy.  
Graf 8.1 OS, který testovací subjekty používají 
 
8.3.1 Testování uživatelského rozhraní 
Uživatelské rozhraní bylo pro uživatele, kteří již mají zkušenost s Android OS intuitivní. 
Nicméně jim dělalo problém spuštění diktovacího systému. Po předvedení způsobu, 



































a SMS hodnotili jako přehledný. Navíc byli spokojeni, že na displeji telefonu 
lze zobrazit více konverzací a SMS než je obvyklé.  
Pro lidi, kteří používají jiný typ OS, bylo ovládání ze začátku poměrně problematické. 
Zvláště pro uživatele Symbianu, jelikož ani jeden z dvou lidí používajících Symbian, 
nevlastní telefon nebo jiné zařízení s dotykovým ovládáním. Největší problém 
se ale také týkal spuštění diktovacího systému.  
Jelikož může ovládání alespoň ze začátku působit určité komplikace, bylo zapotřebí 
buď změnit způsob ovládání, nebo ukázat, jakým způsobem ho používat. Vzhledem 
k tomu, že uživatelé, kteří prováděli testování, byli s rozložením ovládání spokojeni, 
bylo upřednostněno předvedení ovládání. Byla vytvořena grafická vrstava, která 
ukazuje základní rozmístění prvků a ovládání. Její tvar je možné vidět na obrázku 8.4. 
 
Obrázek 8.4 Jak ovládat aplikaci 
8.3.2 Testování diktovacího systému 
Druhým provedeným testem byl test zaměřený na kvalitu rozpoznávání. Lidem 
byl dán text, který obsahuje 23 slov. Byli požádáni, aby tento text nadiktovali. Byla 
měřena úspěšnost přepisu řeči na text. 
Diktovací systém byl v průběhu vývoje testován. Bylo zjištěno, že pro to, aby byl přepis 
co nejlepší, je potřeba mluvit pomaleji, hlasitěji a dobře artikulovat. Tak lze zajistit 
maximální možnou úspěšnost rozpoznání. Z tohoto důvodu byli lidé, kteří prováděli 
testování, požádáni, aby mluvili tímto způsobem. 
Test se prováděl v tichém prostředí a v uzavřené místnosti. Výsledek testu je zobrazen 






Graf 8.2 Počet správně a špatně rozpoznaných slov 
 
V grafu 8.2 je vidět, že úspěšnost rozpoznání se pohybuje okolo 80 %. Což je poměrně 
dobré, nicméně i malá změna slov ve větě může způsobit velké změny ve významu. 
Z tohoto důvodu je při odesílání SMS automaticky spuštěna její úprava, která je vidět 
na obrázku. Teprve až druhý stisk odesílacího tlačítka skutečně odešle vytvořenou 
SMS zprávu. Aby byla úprava co nejpohodlnější, je automaticky rozšířena 
ta část aplikace, ve které je diktovaný text zobrazen a text je automaticky zbaven 
diakritiky. 
 
























Technologie pro přepis řeči jsou velice zajímavé. V této oblasti existují již jiné aplikace, 
které se zabývají přepisem řeči na text. Ale jen málo z nich se prozatím specializuje na 
přepis řeči v reálném čase.   
V rámci bakalářské práce byl vytvořen distribuovaný diktovací systém pro platformu 
Android, který umožňuje přepis řeči na text v reálném čase. Díky využití vláken je 
možné poskytovat přepis více klientům najednou. Klientská část je implementována 
jako knihovna, takže je možné ji využít v jiných projektech, u kterých najde přepis řeči 
uplatnění. Data jsou před odesíláním na server komprimována Speex kodekem, tím je 
snížena datová náročnost. 
Diktovací systém by v budoucnu mohl být upraven tak, aby se s ním dalo zařízení i 
ovládat. Mohl by být doplněn o interpretaci interpunkce. Uživatel by vyslovil např. 
"čárka" a systém by automaticky doplnil odpovídající symbol. Také by mohl být využit u 
řady dalších aplikací. Například aplikace určená pro lidi s vadou sluchu, která by 
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Příloha 1 DVD obsahující zdrojové kódy, jádro diktovacího systému a text použitý  







OS Operační systém 
atd. A tak dále 
Inc. Incorporatedtyp firmy 
SDK Software developement kit 
IDE Integrated developement enviroment 
API Application interface 
VM Virtual machine 
JNI Java native interface 
apod. A podobně 
VoIP Voice over IP 
FUP Fair user policy 
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