Abstract. Organizations face more and more the burden to show that their business is compliant with respect to many different boundaries. The activity of compliance checking is commonly referred to as auditing. As information systems supporting the organization's business record their usage, process mining techniques such as conformance checking offer the auditor novel tools to automate the auditing activity. However, these techniques tend to look at process instances (i.e., cases) in isolation, whereas many compliance rules can only be evaluated when considering interactions between cases and contextual information. For example, a rule like "a paper should not be reviewed by a reviewer that has been a co-author" cannot be checked without considering the corresponding context (i.e., other papers, other issues, other journals, etc.). To check such compliance rules, we link event logs to the context. Events modify a pre-existing context and constraints can be checked on the resulting context. The approach has been implemented in ProM. The resulting context is represented as an ontology, and the semantic web rule language is used to formalize constraints.
Introduction
Organizations need to ensure that their business stays within boundaries. A boundary restricts the organization in its operation. Boundaries may be imposed by all kinds of external sources, like legislation, regulatory bodies, best practices, but also from sources within the organization itself, e.g., based on its corporate culture or management style. These boundaries are often expressed in terms of the business environment, called the context. A boundary may restrict the business in behavior, in structure, or in data.
As a consequence, organizations need to constantly monitor their business. The activity of checking whether the business execution adheres to the defined boundaries is called auditing. Traditionally, an audit can only provide reasonable assurance that the business is compliant, i.e., that the business is executed within the given boundaries. Auditors can only assess the operating effectiveness by checking samples of factual data.
The advance of information systems supporting organizations in their business enables a new form of auditing. The large amount of data recorded by these systems allow to constantly monitor the business execution. Continuous auditing [21, 25] focuses to bring auditing closer to the operational process, and away from the traditional backward-looking once-a-year examination of financial statements [6] .
Continuous auditing is an automated form of auditing that can take all execution data into account [6, 11, 25] . As such, this form of auditing can provide more assurance. However in order to automate the process of auditing [4, 7, 16] , it first requires the formalization of the boundaries in terms of the execution data, and secondly, it can only use context data if an automated link is provided from the execution data to the context data. As the boundaries are typically formalized in terms of the context data, and as the automated link from execution data to context data is typically not available, continuous auditing is restricted in its use.
Consider a journal that publishes papers. To support the journal's operation, it may use a system that supports the entire process starting from the submission of a paper to the final publication or rejection. This system typically records everything that happens to a submitted paper into a so-called event log. Next to this Process-Aware Information System (PAIS) [10] , other systems may also collect and store data about this paper. In the remainder of this paper, this other data is referred to as context data, while the PAIS data is referred to as execution data.
To insure the quality of published papers, a journal needs to discourage undesirable behavior. Therefore, most journals impose a number of boundaries on its own operation to guarantee this high quality:
1. For each submitted paper a notification is sent; 2. Each paper needs to be reviewed by at least three different reviewers; 3. The author of a paper cannot be a reviewer of that paper; 4. A reviewer should work at a different affiliation than any of the authors; 5. A reviewer has never been a co-author with any of the authors;
To check whether the journal indeed respects these boundaries, audits are used. However, in practical situations, auditing can only be done on a small part of the available data. Hence auditing is incomplete. This may lead, for example, to a paper being rejected by a reviewer which has a conflict of interest, while this conflict does not get noticed.
This paper proposes a link from execution data to context data, which removes some of these restrictions on continuous auditing. As a result of this link, we can bring the execution data to the context data, which allows automated checking of the boundaries and automated linking with other context data.
Please note that although we use a journal to explain the issues at hand, the proposed approach can be used in any other compliance setting. It offers a generic approach for the problem that continuous auditing is restricted to the available execution data. This paper is organized as follows. Sec. 2 introduces the necessary concepts on which our approach is based. Next, Sec. 3 presents our approach how to link the context data with execution data. Sec. 4 shows the applicability of the approach with a proof of concept, using both existing tools as developing our own. Last, Sec. 5 concludes this paper and hints at possible future directions.
Basic Notions

Business Context
The environment in which an organization like the journal operates is called its context. The context is "the combination of all situational circumstances that impact process design and execution" [18] , and describes the concepts that influence and bound the business of an organization and the relations between these concepts.
In this paper, we use the notion of a context model, which can be viewed as a data model, e.g., using UML class diagrams, the relational database schema or Entity-Relationship diagrams (ERD). A context model defines the concepts, their relationships, and their attributes. Concepts can inherit from other concepts, have different relationships and different attributes. A relationship is from a source concept to a target concept, where a cardinality can be associated to both these concepts. Let A denote the attribute name universe. 
Definition 1 (Context model). A context model is a 6-tuple
An example context model for the journal (using an UML class diagram) is depicted in Fig. 1 . In this example context model there are six concepts (Affiliation, Author, Journal, Paper, Researcher, and Reviewer), six relationships (authors, is submitted to, reviews, works at, and two unnamed inheritance relations), and nine attributes (abstract, notificationdate, name, number, publicationdate, submissiondate, title, volume, and year). The works at relation indicates that each
Researcher is connected to exactly one Affiliation and that an Affiliation is connected to multiple (possibly none) Researchers. Likewise, the reviews relation indicates that a Paper is connected to multiple (possibly none, if not under review) Reviewers, and that a Reviewer is connected to at least one Paper, and the authors relation indicates that an Author is connected to at least one Paper, and a Paper to at least one Author. A researcher can both write papers as well as review those. Therefore, the Author and Reviewer concepts inherit from the Researcher concept. A context model can be instantiated, i.e., the context model can be populated with instances of each concept, and associations between these instances, reflecting the relationships defined on the concepts in the model. Let U denote the concept instance universe, i.e., the set of all possible concept instances, and let V be the attribute value universe. r, B 
Definition 2 (Instance of a context model). An instance of a context model
M = (O, α, ι, R, σ, τ) is, I R ) of M , we write a ∈ A for a ∈ I O (A), a.l = v for ((a, l), v) ∈ I A and (a, b) ∈ r for (a, b) ∈ I R ((A,
)). The set of all instances of M is denoted by I(M ).
Given two instances Please note that, in principle, an attribute has a set of values, instead of just a single value. For example, a paper will have a set of authors, and not just a single author. However, many attributes will have a singleton set as value. In such cases, we allow the value of the attribute to be the single element of that set instead of the set itself. As a consequence, for a concept instance a and an attribute label l, a.l can either be a set of values (a.l ∈ P(V)), or the value of its only element in case of a singleton set (a.l ∈ V). From the context, it will typically be clear which interpretation is used.
An instantiation of a context model is called consistent if all the constraints enforced by the cardinalities and inheritance relations are satisfied.
Process-Aware Information Systems
Business processes form the heart of any organization. A business process can be seen as a set of interdependent tasks and resources needed to produce some product or to deliver some service. In modeling and describing a business process, context plays a natural role. As an example, the names of the activities and resources in the business process are typically aligned with the context in which the process operates. In our example, the journal has a review process that defines for a paper the tasks and resources needed in order to publish the paper in the journal, as depicted in Fig. 2 .
In this process model, authors may submit a paper, which will be reviewed by three researchers. Based on the review outcomes, the editor decides whether the paper is accepted, a revision is needed, or whether the paper is rejected, and notifies any accept/reject decision to the authors. Some reviewers may forget to review, or are too late, which is modeled as a skip, using the black transitions. The editor can decide to request an additional review, up to the point that he has sufficient information to make a proper decision.
More and more information systems are developed and implemented to support an organization like the journal in executing their business. A Process Aware Information System (PAIS) [10] assists an organization in the execution of its business process. The business process is then used to configure the system.
A PAIS records each and every step in the business process. For example, the PAIS of the journal records when a paper is submitted, when the reviewers are invited, and whether and when the reviews have been returned. As a result, a PAIS generates enormous amounts of execution data.
For each user action on the system, an event is raised. An event records its type, for which activity it has been raised, for which case or business process instance, when it was raised, by whom, and the data inserted by the user. Such a recording is called an event log [1] . Let E be the event universe and let C be the case universe.
Definition 3 (Event log). An event log is a 3-tuple L = (C, E, #) where
-C ⊆ C is a set of case identifiers in the event log; -E ⊆ E is a set of event identifiers in the log;
For an attribute n ∈ A we write # n (·) as a shorthand for #(n, ·).
Each 
= e, and if no event p ∈ E exists with # next (p) = e, then # first (# case (e)) = e for an event e ∈ E . The set of all possible event logs is denoted by L.
An event log represents a period of business execution. Event logs representing consecutive periods of business execution may be concatenated. Suppose event log L represents the initial business execution, and L represents the consecutive business execution. When a case identifier, say c occurs in both L and L , it means that this case was not finished in L . Consequently, all events for c in L follow after the last event for case c in L . In the concatenation of two event logs representing two consecutive periods of business execution, these cases are concatenated: the first event of the second log is the next event of the last event for this case in the first log. Note that by definition of event logs, the sets of event identifiers of two consecutive event logs need to be disjoint. Further, remark that the functions # first and # last return singleton sets, i.e., these functions are always defined and return a single event. 
An example of an event log is shown in Tbl. 1. This example represents a small part of an event log generated by the journal review system. It shows for example the submission of papers 118 and 119 with one and respectively two authors, the editor who is requesting reviews for these papers, and a returned review for paper 118 by reviewer 149.
In an event log, we may group the events per case or business process instance. In this way, the events form execution traces per case. For example, from the partial event log in Tbl. 1, we have for case 118 the partial execution trace "submit paper", "request reviews" and "review".
The example event log in Tbl. 1 already shows the tight relation between the context and the business execution. For example, solely based on the event log, resource 149 is meaningless, whereas in an instance of the context model, it can be related to some researcher and his affiliation.
Auditing
Organizations like the journal need to constantly monitor their business to assure that they stay within their boundaries. The activity of checking whether the business execution adheres to the defined boundaries is called auditing [4, 7] .
Traditionally, an audit can only provide reasonable assurance that the business is compliant, i.e., that the business is executed within the given boundaries. As an audit is typically a manual chore, auditors can only assess the operating effectiveness by checking samples of factual data [7] .
To audit a system, the auditors may place process controls to assess the boundaries, such that the control reports the violation of a boundary [9, 14, 19, 20] . Only if a control is not in place or if it is not functioning as expected, the auditor will typically check factual data. In order to audit a PAIS that supports the review process, a control may be placed counting the number of different reviews per submitted paper. A second control may monitor the time between submission and notification, in order to check the boundary on the time to review a paper.
It is important to realize that a process control may not be sufficient for checking a boundary. Consider, for example, boundary 5, which states that a reviewer may not be a co-author. A control could check, at the moment of the review, whether the reviewer is a co-author, but it will not check this again in the future. Thus, if in the very near future some paper appears in some journal from which it is clear that the reviewer actually was co-authoring a paper, then the control would miss this fact.
Placing controls already increases the assurance an auditor can give. However, adding controls changes the business processes implemented in a PAIS. Hence, if either the business process or a boundary changes, both systems need to be changed. Therefore, process analysis techniques can help in separating process controls from the control flow [17] .
Context-Aware Continuous Auditing
Since information systems more and more record their usage in event logs, the execution data can be used to check for compliance. Whereas traditional audit only relies on sample-based checks, continuous auditing [7, 21] focuses on the analysis of the execution data to perform an audit.
The omnipresence of execution data, coupled with process mining [1] techniques, allows the auditor to perform an audit on the whole business execution, rather than only sample-based [3, 4, 7, 16] . However, boundaries are typically defined on the context data, and not solely based on the execution data [5, 17] . As a result, to be able to check these boundaries, continuous auditing requires both execution data as well as context data. Only if the boundaries are formalized, algorithms and techniques can be developed to automate the process of the auditor. Consequently, not only the boundaries need to be formalized, also the context needs to be modelled.
Formalization of Boundaries
One way to formalize a boundary is by constraining the concepts in the context model by using the right cardinalities between concepts. In this way, one can easily formalize the boundary that a Paper has at least one Author. It is enforced by the cardinalities of the relationship authors. However, not every boundary can be formalized using only the cardinalities.
Dependencies over different concepts cannot be expressed by local constraints, like the cardinalities, only. For example, the boundary that a Reviewer and Author should be of a different Affiliation cannot be expressed by local constraints. For this reason, we use a constraint language on the context model in first-order logic. The aforementioned boundary can then be expressed by the following nonlocal constraint:
∀p ∈ Paper, a ∈ Author, r ∈ Reviewer, w 1 , w 2 ∈ Affiliation :
( (a, p) ∈ authors ∧ (r, p) ∈ reviews ∧ (a, w 1 ) ∈ works at ∧ (a, w 2 ) ∈ works at
This constraint formalizes that in any instance of the context model, the affiliations of an author and a reviewer of the same paper should be different.
Relating the Process Execution with the Context
By formalizing the boundaries, compliance checking becomes checking whether each constraint is satisfied by the business execution. However, the constraints are expressed using the context data, while the execution is expressed using the execution data. As a consequence, we need to link both data: Either we transform the constraints in terms of the execution data, or the event log needs to be transformed in terms of the the context data. For example, the rule that a paper has been reviewed by three different reviewers, can be expressed like "Each execution trace contains at least three activities named 'review' executed by different resources". However, many constraints, like the one that corresponds to boundary 5 ("A reviewer has never been a co-author of any of the authors"), are global constraints, i.e., constraints over a set of traces, rather than local constraints over a single execution trace. As a consequence, replay techniques [2] cannot be used, as these only consider single execution traces. Such constraints cannot be transformed into a constraint in terms of the execution data, as the co-author relation does not only depend on the execution data, as authors may decide to submit papers to other journals as well. Clearly, this influences the co-author relation, while these submission will not be stored in the PAIS of the journal at hand. The context model describes the concepts and their relationships. An instance of the context model describes a state of the business. By execution a business process, the state of the business changes, and hence, the instance of the context model. For example, executing the "submit paper" activity corresponds to the insertion of a Paper concept in the current instance. Likewise, the "request reviews" activity corresponds in the insertion of new associations between one instance of Paper and several instances of Reviewer.
Each event in an event log corresponds to an update of the current state of business. As a consequence, executing an event can be seen as a function from one instance of the context model to a new instance. We denote with I(M ) the universe of instances of context model M . Note that the creation of an object is only necessary if the object does not already exist. If, for example, the object for Author 192 would have already existed, then the existing object would be reused. Likewise, the event that corresponds to the other submission creates the Paper 119 object, the Author 194 object, and the authors relation between both. Fig. 3 shows the result of replaying the first events from Tbl. 1 on an empty journal context model instance.
Definition 5 (Transformation function). Given a context model M , a transformation function transforms a given context model instance and an event log into a new instance of the context model, i.e, a function f
Similar functions can be created for the other events. The first request review event creates the Reviewer 112, Reviewer 149, and Reviewer 195 objects, and the reviews relations to the Paper 118 object, whereas the second request review reuses the Reviewer objects and creates reviews relations from these objects to the Paper 119 object. As a result of replaying the event log in the context model, we have now extended the context model with the execution data. Hence, we can use the execution data as if it were context data.
Compliance Checking
The first step in checking compliance, is the check whether the initial instance of the context satisfies each of the constraints. After this check, we can start to replay the event log. For this, we need to sort all events in the event log based on their time stamp, so that the context is updated in the same order as the business has been executed.
While replaying the events on the context model, after each update the current instance needs to be checked to see whether the constraints are still satisfied. If in a step a constraint is violated, we need to report this event and the violation. An auditor then needs to test the severity of the violation. For example, if after completing the trace, the constraint is repaired, the impact of the violation may be less than if the constraint remains violated.
In this approach, we only allow the event log to change the context. In reality, not only the business execution changes the context, also external events, like researchers that change affiliation, or people that write papers for different journals, may change the context. These external changes to the context are (for now) ignored by our approach.
Implementation
As a proof of concept, we implemented the approach in the process mining toolkit ProM 6 [22] . In literature, ontologies are often used to capture context (cf. [12, 13, 18] ). An ontology can be seen as a collection of concepts with associations between these concepts [23] . Further, ontologies allow for modularization using the import concept. In this way, different ontologies can be combined into a single context model. For example the context of the journal could be split into an ontology for the publications and reviews, and a separate ontology for the researchers and their affiliation.
Event Logs as Ontologies
Not only the context model can be represented in an ontology. Also event logs can be represented in an ontology. This allows us to reason over both the context as well as the process execution in a single formal representation. The XES standard [22] defines the important concepts in an event log, and their relationships. In the XES standard, a Log uses zero or more Extensions that each define a set of Attributes. An Attribute has a set of values, represented by the Value concept in the ontology. The concepts Log, Event, Trace and Value are subclasses of the Attributable concept, meaning that they can have Values attached. Each Trace belongs to a Log, and has a start event and an end event. Events belong to a Trace, and each can have a predecessor and a successor Event. The ontology also stores the transitive closure of the predecessor and successor relation, i.e., the set of all predecessors or successors, respectively, of an Event.
The Ontologies package of ProM 6 provides an automatic transformation from event logs into the ontology format. For a log of the journal with 1000 cases and 12461 events, the transformation results in an ontology with 455.990 axioms, i.e., concept, individuals, and relations between these individuals.
Linking Events to the Ontology
As seen in the previous section, each event belongs to an update of the context model. For example, the event 'submit paper' creates a paper. In the formalization, we represented this by stating that each trace in the event log creates an instance of the concept Paper. In terms of ontologies, this means that each trace of this event log is not only an individual of the concept Trace, but also of the concept Paper. Hence, we want to add this relation between the ontology of the event log and the ontology of the context model. To automate the process of relating the different individuals, we introduce the notion of annotation rules.
An annotation rule relates individuals between the ontologies of the event log and of the context model. It defines a source element, a target element and the relation between the source and target, like inheritance relation, instantiation, and an ontology object or data property. If the relation between source and target is an ontology property, we also need to specify which property is used. To select elements from the event log, we use XPath, which allows us to select multiple elements in an event log. For example, the rule that each trace is a paper, can be expressed by the following annotation rule, assuming that the Paper ontology has the namespace http://localhost/publication.owl:
AR 1 (A paper)
Creates an instance of the concept 'Paper' for each trace source //trace relation instance of target http://localhost/publicatizon.owl#Paper This rule selects each trace (//trace) in the event log, and adds the corresponding Trace individual to the concept Paper. As the transformation also specifies that a paper has a title, we need another annotation rule to express this.
AR 2 (A paper has a title)
The title is specified in the activity 'submit paper' as an attribute named 'title' source //trace relation has data property: http://localhost/publication.owl#title target ./event[/string[@key='concept:name' and @value='submit
This rule iterates over each trace, as specified in the source of the annotation rule, and gets the corresponding title by retrieving the attribute 'title' of its 'submit paper' event. In case multiple elements are selected by the target XPath query, then a relation is created for each of the selected elements. In this way, we need to create five annotation rules for the transformation of the 'submit paper' event: one to add the Trace to the Paper concept (AR 1 ), two to add the title (AR 2 ) and a similar rule for the submission date of the paper, one to create the authors, and one to relate the authors to the paper. Fig. 4 (b) depicts an annotation rule as it is implemented in ProM 6. Similar annotation rules can be created for each of the events. In this way, we get an ontology that connects the ontology of the event log with the ontology of the context model. This connecting ontology serves as input for the compliance checking.
Compliance Checking
The approach results in three ontologies: one ontology being the initial context model instance, one ontology representing the event log and one that provides the connection between these two. In order to check whether the organization stayed within its boundaries, we need to check whether all three ontologies together satisfy these boundaries. The previous section showed how each of the boundaries can be formalized into a set of constraints expressed in first order logic. Next step is to express these constraints in a language that can be used on ontologies.
One such language is the Semantic Web Rule Language (SWRL) [8] . SWRL rules are expressed in terms of an ontology. Hence, we can create a separate ontology containing these rules.
For example, to express the rule that states that for each paper no reviewer may be a coauthor of one of the authors of that paper, we first add a data property to each paper, e.g., violatesBound5, with domain Paper and the Boolean values as range. Next, we can express when this rule is true: if a paper has been submitted earlier by both a reviewer and an author of the current paper. As ontologies are being used to express both execution data and context, other formalisms can be exploited to express constraints, like SBVR [15] . Important to realize when working with ontologies is the open world assumption. In the open world assumption, a statement is either true, false, or unknown, whereas in a closed world a statement is either true or false. This is an important difference. For example, in the rule above we can only express when the statement is true. If no witness is found, in the closed world assumption the constraint is satisfied, whereas in the open world assumption, the statement results in unknown.
To increase the expressivity of the constraints, the closed world assumption is needed. For example, a logic language like Prolog would be a natural next step, as the translation from ontologies to Prolog is straightforward [24] .
Conclusions
All kinds of sources enforce boundaries on the way an organization runs its business. Typically, these boundaries are phrased in terms of the environment of the business, called the context. In this paper, we proposed a novel approach to support the auditor in checking whether the organization stays within its boundaries.
Mostly, the work of an auditor is manual. As more and more organizations are supported by information systems that record their usage in event logs, more and more data becomes available to automate the work of the auditor. The enormous amounts of data available allows the auditor to use techniques like process mining.
In order to automate the compliance checking, also the boundaries need to be formalized. In this paper, we propose context models. However, as event logs are in terms of the system, and the boundaries in terms of the context, we argue the need of transforming the information available in event logs into information available in terms of the context. The approach presented in this paper is a next step towards continuous auditing. To show the applicability of the approach we implemented it in ProM 6 using ontologies as a context model. Although ontologies provide a powerful mechanism to reason over the context, more research is needed to further automate the task of the auditor.
Current replay techniques only visualize control flow related aspects, like conformance checking, of a business execution. The approach proposed in this paper allows to replay the business execution in its context. In this way, business analysts and auditors have the possibility to inspect how business execution changes the business environment.
