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Özetçe —Bu bildiride modern is¸lemcilerin Tekil I˙s¸lem Çoklu
Veri (TI˙ÇV) komutlarıyla hızlandırılmıs¸ bir nesne takip modülü
içeren mobil bir artırılmıs¸ gerçeklik uygulaması sunulmaktadır.
Hem standart C++ hem de ARM is¸lemciler için gelis¸tirilen TI˙ÇV
komut seti olan NEON ile kodlanmıs¸ verimli bir Sıfır Ortalamalı
Farkların Kareleri Toplamı (SOFKT) yöntemi detaylandırılmıs¸tır.
Bu iki yöntemin mobil cihaz üzerinde çalıs¸ma hızları ölçülerek
kars¸ılas¸tırılmıs¸tır.
Anahtar Kelimeler—Nesne Takibi, Gerçek Zamanlı Algorit-
malar, Artırılmıs¸ Gerçeklik, Tek Komut Çoklu I˙s¸lem
Abstract—In this paper, we present a mobile augmented
reality implementation with an accelerated tracking module using
Single Instruction Multiple Data (SIMD) instructions available
in modern CPUs. We detail the implementation of an efficient
Zero–Mean Sum of Squared Differences (ZMSSD) algorithm both
using standard C++ and the SIMD NEON instruction set of ARM
processors. We compare the numerical measurements of tracking
speed on a mobile device of both versions.
Keywords—Object Tracking, Real-Time Algorithms, Augmented
Reality, Single Instruction Multiple Data
I. GI˙RI˙S¸
Nesne takibi, arttırılmıs¸ gerçeklikten güvenlik uygula-
malarına kadar genis¸ bir yelpazede kullanılan temel bir bil-
gisayarlı görü adımıdır. Temel anlamıyla, bir görüntüde ko-
numu bilinen bir nesnenin, bu görüntü ile ilis¸kili bir bas¸ka
görüntü içerisindeki konumunun tespitidir. Özellikle gerçek za-
manlı ardıs¸ık görüntülerin is¸lendig˘i uygulamalarda hızlı çalıs¸-
ması gereken bir adımdır. Çünkü gerçek zamanlı uygulamalar
genelde saniyede yirmi bes¸ kareden fazlasının is¸lenmesini
gerektirir ki bu da kare bas¸ına toplan is¸lem süresini kırk
milisaniye ile sınırlar. Görüntünün kameradan alınması ve
çıktının ekranda görselles¸tirilmesi de toplam zaman içerisinde
yer aldıg˘ından nesne takibi için çok kısa bir süre kalmaktadır.
Zaman sınırlamaları nedeniyle hem uygulama için dog˘ru
nesne takip yönteminin seçilmesi hem de donanım kay-
naklarının verimli kullanılması önemlidir. Yaklas¸ık 2005 yılın-
dan itibaren is¸lemci hızındaki senelik artıs¸ sona ermis¸ ve bunun
yerine is¸lemci içindeki paralel donanım artmaya bas¸lamıs¸tır.
Bu paralel donanımın avantajları ancak kullanılan yöntem
dog˘ru bir s¸ekilde kodlandıg˘ında görülmektedir. Derleyiciler
Bu bildiride yer alan çalıs¸malar TÜBI˙TAK tarafından 113E496 numaralı
aras¸tırma projesi kapsamında desteklenmis¸tir.
pek çok iyiles¸tirmeyi otomatik olarak uygulayabilseler de
üst seviye donanım özelliklerine programcının müdahalesi ile
eris¸ilebilmektedir.
Bu bildiri, is¸lemcilerin aynı is¸lemin aynı anda birden fazla
veri üzerinde uygulanabilmesini sag˘layan Tekil I˙s¸lem Çoklu
Veri (TI˙ÇV) komut setlerinin nesne takip uygulamalarını hız-
landırmak amacıyla kullanılması üzerinedir. Özellikle mobil
cihazlarda sınırlı donanımdan en yüksek performansın alınması
için nesne takibinin is¸lem yog˘un kısımlarının hızlandırılması
önemlidir. Bu amaçla ARM is¸lemciler için gelis¸tirilen TI˙ÇV
komut seti olan NEON komutları kullanılmıs¸tır. NEON ko-
mutlarını kullanan nesne takip algoritmasının bu komutları
kullanmayan standard C++ ile gelis¸tirilmis¸ yöntem ile hız
kars¸ılas¸tırılması da yapılmıs¸tır. Kars¸ılas¸tırma için Linux ve
Android is¸letim sistemlerinde çalıs¸an ve nesne takibini de
içeren bir arttırılmıs¸ gerçeklik uygulaması kullanılmıs¸tır.
Hızlandırma is¸lemi, nesne takip uygulamalarında sıkça kul-
lanılan ve is¸lem yog˘unlug˘u yüksek olan Farkların Karelerinin
Toplamı, FKT (Sum of Squared Differences, SSD) adımı üze-
rinde uygulanmıs¸tır. FKT is¸lemi verilen iki görüntü parçasının
benzerlig˘ini ölçmek için kullanılır. Ardıs¸ık iki karedeki görüntü
parçaları büyük deg˘is¸im göstermedig˘inden bir karedeki bir
noktaya ikinci kare içerisinde en çok benzeyen parça en
düs¸ük FKT deg˘erine sahiptir. FKT hesaplanması görüntü
parçaları üzerindeki pek çok parlaklık deg˘erinin is¸lenmesini
gerektirdig˘inden is¸lem yog˘unlug˘u yüksektir. Bu nedenle takip
is¸leminin hızı FKT hesaplama hızıyla dog˘rudan ilintilidir.
Bildirinin amacı, gerçek zamanlı mobil uygulama gelis¸tiren
lisansüstü ög˘renci, aras¸tırmacı ve firma çalıs¸anlarına NEON
ve benzeri teknolojiler ile elde edilebilecek hız konusunda
deneysel veri sunmak ve bu teknolojiler ile ilgili referans
bilgi sag˘lamaktır. Bildiride önemli bir nesne takip adımı olan
Farkların Karelerinin Toplamı’nın hesaplanması için NEON
komutlarını kullanan bir yöntem gelis¸tirilmis¸tir ve bir mobil
arttırılmıs¸ gerçeklik uygulaması ile hız testleri gerçekles¸tir-
ilmis¸tir.
II. I˙LGI˙LI˙ LI˙TERATÜR
Nesne takibi için kullanılan yöntemler genelde ardıs¸ık
görüntülerde nesnenin konumunun bir kareden bas¸ka bir
kareye tas¸ınmasını gerektirir. Bazı nesne takip yöntemleri
yinelemeli olarak nesnenin bir sonraki konumunu tahmin
ederek çalıs¸ır. Bunlara en temel örnek, örüntüden bag˘ımsız
çalıs¸abilen Kanade–Lucas–Tomasi yöntemidir [1], [2]. [3] ise
ilk karedeki örüntüyü ög˘renerek her noktaya özel dog˘rusal bir978-1-5090-1679-2/16/$31.00 c©2016 IEEE
int sum = 0; int sqr_sum = 0; int sum_prod = 0;
for( int j = 0; j < 8; ++j ) {
const uchar* p = reference_patch + j*8;
const uchar* row = image_ptr(img, x-4, y-4 + j);
sum += row[0]+row[1]+row[2]+row[3]
+row[4]+row[5]+row[6]+row[7];
sqr_sum += row[0]*row[0] + row[1]*row[1]
+ row[2]*row[2] + row[3]*row[3]
+ row[4]*row[4] + row[5]*row[5]
+ row[6]*row[6] + row[7]*row[7];
sum_prod += row[0]*p[0] + row[1]*p[1]
+ row[2]*p[2] + row[3]*p[3]
+ row[4]*p[4] + row[5]*p[5]
+ row[6]*p[6] + row[7]*p[7];
}
int ssd = sqr_sum + patch_sqr_sum - 2*sum_product
+ (2*sum*patch_sum - sum*sum - patch_sum_sqr)
/ (8*8);
S¸ekil 1: Denklem 3 ile verilen SOFKT hesabını tek bir
noktada N = 8× 8 boyutunda bir s¸ablon üzerinde hesaplayan
standart C++ kod parçası. reference_patch is¸aretçisi I
görüntüsündeki s¸ablonun ilk satır ve sütununa, img is¸aretçisi
ise I ′ görüntüsünün ilk sütun ve satırına is¸aret etmektedir.
Önceden hesaplanmıs¸
∑
I terimi patch_sum ve
∑
I2 terimi
patch_sqr_sum deg˘is¸kenlerinde saklanmıs¸tır.
∑
I ′2 terimi
sqr_sum,
∑
I ′ terimi sum ve
∑
II ′ terimi sum_prod
deg˘is¸kenlerinde tutulmaktadır.
takip yöntemi gelis¸tirmis¸tir. [4] ise ög˘renme adımını hızlandı-
rarak bu yöntemi gerçek zamanlı uygulamalara adapte etmis¸tir.
Arama is¸lemi için bir bas¸ka yaklas¸ım da ikinci karede ilk
karedekine benzer örüntülerin aranmasıdır. I˙lk karedeki nesne
konumu bilindig˘inden ikinci karede arama is¸lemi sınırlı bir
hedef alanda gerçekles¸tirilir. Hedef alan üzerinde bir uyumlu-
luk deg˘eri hesaplanır ve bu deg˘erin maksimum oldug˘u nokta
nesne konumu olarak seçilir. Uyumluluk deg˘eri olarak Fark-
ların Kareleri Toplamı ya da Normallenmis¸ Çapraz I˙lis¸ki (Nor-
malized Cross Correlation) fonksiyonları seçilebilir. Bildiride
FKT fonksiyonu kullanılmıs¸tır. Bu yöntem özellikle birden
fazla anahtar noktanın takip edildig˘i durumlarda Aynı Anda
Konumlama ve Haritalama (Simultaneous Localization and
Mapping) uygulamaları [5] ile mobil artırılmıs¸ gerçeklik için
bas¸arıyla uygulanmıs¸tır [6].
Standard is¸lemci komutları bir yazmaç üzerindeki tek
veriye tek bir is¸lem uygularken TI˙ÇV komutları bir yaz-
maç üzerinde birden fazla veriyi saklar ve tek bir is¸lemi
aynı anda her biri üzerinde uygulayabilir. Bu tip komutlar
1970’lerde vektör süper bilgisayarlarda ilk defa kullanıldıktan
sonra 1996 yılında Intel’in tasarladıg˘ı MMX komut seti ile
masaüstü is¸lemcilerde kullanılmaya bas¸lamıs¸tır. Intel uyumlu
is¸lemciler için gelis¸tirilen en yeni TI˙ÇV komut setleri AVX2
ve AVX–512 [7] iken ARM is¸lemcilerde NEON [8] komut seti
kullanılır.
TI˙ÇV komutları C/C++ standart kütüphanelerinin parçası
deg˘ildir. Ancak pek çok derleyici TI˙ÇV eklentileri için standart
bas¸lıklar sunar. Bu bildiride de NEON komutları için GCC
derleyicisi ve Android Yerel Gelis¸tirme Kiti (Andorid NDK)
içerisindeki NEON eklentileri kullanılmıs¸tır.
const uchar* p = reference_patch;
const uchar* row = image_ptr(img, x-4, y-4);
uint8x8_t vrow = vld1_u8(row);
uint8x8_t vp = vld1_u8(p);
uint16x8_t vsqr = vmull_u8(vrow, vrow);
uint16x8_t vprod = vmull_u8(vrow, vp);
uint16x8_t vsum = vmovl_u8(vrow);
uint32x4_t vsqr_sum = vdupq_n_u32(0);
uint32x4_t vsum_prod = vdupq_n_u32(0);
vsqr_sum = vpadalq_u16(vsqr_sum, vsqr);
vsum_prod = vpadalq_u16(vsum_prod, vprod);
for( int i = 1; i < 8; ++i ) {
p += 8;
row += image_row_step;
vrow = vld1_u8(row);
vp = vld1_u8(p);
vsqr = vmull_u8(vrow, vrow);
vprod = vmull_u8(vrow, vp);
vsum = vaddw_u8(vsum, vrow);
vsqr_sum = vpadalq_u16(vsqr_sum, vsqr);
vsum_prod = vpadalq_u16(vsum_prod, vprod);
}
uint32_t arr[4];
vst1q_u32(arr, vsqr_sum);
int sqr_sum = arr[0] + arr[1] + arr[2] + arr[3];
vst1q_u32(arr, vsum_prod);
int sum_prod = arr[0] + arr[1] + arr[2] + arr[3];
uint32x4_t vsum4 = vpaddlq_u16(vsum);
vst1q_u32(arr, vsum4);
int sum = arr[0] + arr[1] + arr[2] + arr[3];
int ssd = sqr_sum + patch_sqr_sum - 2*sum_prod
+ (2*sum*patch_sum - sum*sum - patch_sum_sqr)
/ (8*8);
S¸ekil 2: Denklem 3 ile verilen SOFKT hesabını tek bir noktada
N = 8× 8 boyutunda bir s¸ablon üzerinde hesaplayan NEON
komutları kullanan kod parçası. uint8x8_t ve benzeri veri
tipleri dog˘rudan NEON yazmaçlarında tutulan deg˘is¸kenler için
kullanılır. Her satırdaki sekiz parlaklık deg˘eri vrow ve vp
sekizli sekiz bitlik yazmaçlara yüklenmekte ve ara deg˘erler
olan I ′2 ve I ′I deg˘erleri vsqr ve vprod yazmaçlarında
vektörel olarak hesaplanmaktadır. Parlaklık toplamları sekizli
on altı bitlik vsum yazmaçında saklanırken, çarpım içeren
toplamlar dörtlü otuz iki bitlik yazmaçlarda tutulmaktadır.
NEON komutlarının açıklamaları Tablo I’de verilmis¸tir.
III. YÖNTEM
Nesne takip is¸lemi için I görüntüsündeki x = (x, y)
noktası ile I ′ görüntüsündeki x′ = (x′, y′) noktası arasındaki
FKT deg˘eri as¸ag˘ıdaki gibi hesaplanır:
FKT(x,x′) =
∑
δ∈R
(
I ′x′+δ − Ix+δ
)2
(1)
Burada Ix, x noktasındaki parlaklık deg˘erine, R ise FKT
deg˘erinin hesaplandıg˘ı s¸ablonun alanına kars¸ılık gelir. R
Tablo I: NEON komutları içeren kod parçasında kullanılan bas¸lıca vektör komutlar ve girdi/çıktı tipleri
Dönüs¸ Veri Tipi NEON Komutu Parametreler Açıklama
uint8x8_t vld1_u8 (uint8_t const *ptr) Ardıs¸ık sekiz baytı sekizli sekiz bitlik bir vektöre yükle
uint16x8_t vmull_u8 (uint8x8_t a, uint8x8_t b) Sekizli sekiz bitlik iki vektörü çarp ve sonucu sekizli on altı bitlik bir vektöre yaz
uint16x8_t vmovl_u8 (uint8x8_t a) Sekizli sekiz bitlik veriyi sekizli on altı bitlik veriye dönüs¸tür.
uint32x4_t vdupq_n_u32 (uint32_t value) Otuz iki bitlik bir deg˘eri dörtlü otuz iki bitlik bir vektörün her elemanına yükle
uint32x4_t vpadalq_u16 (uint32x4_t a, uint16x8_t b) Sekizli on altı bitlik vektörün yan yana elemanlarını ikis¸erli olarak topla
her bir sonucu dörtlü otuz iki bitlik vektörün elemanları ile toplayıp
sonucu dörtlü otuz iki bitlik bir vektöre yaz
uint16x8_t vaddw_u8 (uint16x8_t a, uint8x8_t b) Sekizli sekiz bitlik vektörü sekizli on altı bitlik vektör ile genis¸ topla
void vst1q_u32 (uint32_t * ptr, uint32x4_t val) Dört otuz iki bitlik bir vektörün elemanlarını is¸aretcinin gösterdig˘i hafızaya ardıs¸ık yaz
genelde x merkezli ve K × K = N boyutlarında bir kare
olarak alınır.
I˙ki görüntü arasında pozlama süresi veya ıs¸ık deg˘erlerinin
deg˘is¸tig˘i durumlarda FKT deg˘erleri bundan çok etkilenmek-
tedir. Bu yüzden FKT hesaplanırken her iki alan üzerindeki
ortalama parlaklık çıkarılarak daha sag˘lıklı bir uygunluk deg˘eri
hesaplanabilir. Hesaplanan bu deg˘ere Sıfır Ortalamalı FKT
(SOFKT) denir ve as¸ag˘ıdaki gibi hesaplanır:
SOFKT(x,x′) =
∑
δ∈R
[(
(I ′x′+δ − µ′)− (Ix+δ − µ)
)]2
(2)
Burada µ = 1N
∑
δ∈R Ix+δ ve µ
′ = 1N
∑
δ∈R I
′
x′+δ iki
görüntü için hesaplanan R alanı üzerindeki ortalama deg˘erleri
verir.
Nesne takip is¸lemi sırasında SOFKT deg˘erleri ikinci görün-
tüdeki (I ′) hedef alan içerisinde pek çok nokta (x′ deg˘eri)
için hesaplanır ve en düs¸ük deg˘ere sahip nokta takip is¸leminin
sonucunu verir. Bu sebeple SOFKT hesabı için gerekli ve
x′’den bag˘ımsız terimlerin tek sefer hesaplanması ve de-
polanması yeterlidir. Bu amaçla Deklem 2 as¸ag˘ıdaki s¸ekilde
açılabilir:
SOFKT =
∑[(
(I ′ − µ′)− (I − µ))]2
=
∑[(
(I ′ − I) + (µ− µ′))]2
=
∑
I ′2 +
∑
I2 − 2
∑
II ′
+
∑
(µ2 − 2µµ′ + µ′2) + 2
∑
(I ′ − I)(µ− µ′)
=
∑
I ′2 +
∑
I2 − 2
∑
II ′
+Nµ2 − 2Nµµ′ +Nµ′2
+ 2µ
∑
I ′ − 2µ′
∑
I ′ − 2µ
∑
I + 2µ′
∑
I
=
∑
I ′2 +
∑
I2 − 2
∑
II ′
+
[
2
∑
I
∑
I ′ − (
∑
I)2 − (
∑
I ′)2
]
/N
(3)
Sadeles¸tirme amacıyla terimlerdeki x + δ ve x′ + δ indeks-
leri çıkarılmıs¸tır ve tüm toplamlar N noktadan olus¸an R
alanı üzerindendir. Denklem 3 ile SOFKT hesaplamasında∑
I ve
∑
I2 terimleri x′ içermedig˘inden bir kere hesaplanıp
kaydedilebilir. Geriye hedef arama alanı üzerinde her x′ için
ayrı ayrı hesaplanması gereken üç terim kalır:
∑
I ′2,
∑
I ′ ve∑
II ′.
S¸ekil 1’de verilen C++ dilindeki kod parçası verilen tek bir
x′ için Denklem 3 ile N = 8 × 8 boyutunda bir s¸ablon üze-
rinde SOFKT hesaplanması için kullanılabilir. Bu kod parçası
SOFKT hesaplamasını hızlandırmak için yapılabilecek temel
iyiles¸tirmeleri içerdig˘inden mobil cihazlarda gerçek zamanlıya
yakın nesne takibi için kullanılabilir. Ancak pek çok mobil
is¸lemci içerisinde yer alan paralel donanımı kullanamamak-
tadır. Çünkü derleyiciler henüz karmas¸ık kod parçalarını vek-
tör operasyonlara bas¸arıyla dönüs¸türememektedir. Bu nedenle
dog˘rudan vektör operasyonları kullanarak tekrar kodlanması
nesne takip hızını arttırabilmektedir.
ARM is¸lemci içerisindeki NEON yazmaçları 128 bit uzun-
lug˘unda oldug˘undan gri tonlamalı bir resimdeki sekiz ardıs¸ık
deg˘erin ya da bunların çarpım veya karelerinin tek bir yazmaça
paralel yüklenmesi ve kullanılması mümkündür. Bu sayede∑
I ′2,
∑
I ′ ve
∑
II ′ terimleri için yapılacak hesap, her bir
görüntü satırı için tek is¸lemci komutuyla yapılabilir. Toplam
sekiz satır oldug˘undan for döngüsünün sadece sekiz kere
çalıs¸ması yeterlidir. S¸ekil 2, SOFKT hesaplanması için kul-
lanılabilecek NEON komutlarını kullanan es¸deg˘er C++ kod
parçasını içermektedir. Tablo I’de ise kullanılan NEON ko-
mutlarının açıklamaları yer almaktadır.
IV. DENEYLER
Gelis¸tirilen kod parçalarının testleri için nesne takibi kul-
lanan bir artırılmıs¸ gerçeklik uygulaması kullanılmıs¸tır. Bu
uygulama hem masaüstü hem de mobil cihazlarda çalıs¸abilecek
s¸ekilde tasarlanmıs¸tır.
S¸ekil 3’te uygulamanın çalıs¸ma adımları masaüstü
sürümünde gösterilmektedir. Uygulama ile takip edilmek is-
tenen nesne referans karede is¸aretlendikten sonra her karede
betimleyici tabanlı (BRIEF [9] betimleyicisi kullanan) bir
yöntem ile nesne aranmaktadır. Arama is¸lemi bas¸arılı olunca
daha hızlı olan nesne takip yöntemine geçilir. Nesne takibi,
referans görüntü üzerindeki FAST [10] anahtar nokta konum-
larının kamera görüntülerinde SOFKT yöntemiyle bulunması
ile gerçekles¸tirilir. Takip edilen anahtar noktalar iki boyutlu
bir perspektif dönüs¸ümün PROSAC [11] yöntemi ile hesaplan-
ması için kullanılır. Bu dönüs¸üm kullanılarak sanal nesne ve
yazıların kamera görüntüsüne eklenmesi sag˘lanır.
Aynı yöntemin mobil cihaz sürümünün çıktıları S¸ekil 4’te
verilmis¸tir. Uygulama Samsung Galaxy 4 cihazı üzerinde
çalıs¸maktadır. Bu cihazın ARM Cortex–A15 is¸lemcisi NEON
komut setini desteklemektedir. Bu sayede hem standart C++
hem de NEON komutları ile yazılan SOFKT kodlarının aynı
anda test edilmesi mümkün olmus¸tur.
Yapılan hız testlerinin sonuçları Tablo II’de verilmis¸tir.
Standart C++ ile elde edilen hız pek çok mobil uygulama için
yeterlidir. Ancak çözünürlük, arama alanı ya da is¸lemci hızı
S¸ekil 3: Testlerin yapıldıg˘ı artırılmıs¸ gerçeklik uygulaması. I˙lk görüntüde seçilen alan takip edilecek nesneyi belirler. I˙stenilen
grafikler takip is¸lemi sonucu kamera görüntüsüne aktarılır.
S¸ekil 4: Testlerin yapıldıg˘ı mobil cihaz sürümünün ekran çıktıları ve hız testleri sırasında kullanılan bazı görüntüler.
Tablo II: Standart C++ ve NEON sürümlerinin hız kars¸ılas¸tır-
ması. NEON komutlarıyla is¸lemler vektörel olarak yapıldıg˘ın-
dan saniyede is¸lenebilen kare sayısı yaklas¸ık iki katına kadar
arttırılmıs¸tır.
Farkların Kareleri Toplamı Saniyedeki Kare SayısıMinimum Ortalama Medyan Maksimum
C++ 19.84 21.68 21.53 23.62
C++ ve NEON 33.09 39.91 41.03 45.41
deg˘is¸irse yetersiz kalabilecek bir deg˘erdedir. NEON komutları
ile yaklas¸ık iki kat bir hızlanma elde edilmis¸tir. Bu da hem
daha gerçekçi bir artırılmıs¸ gerçeklik deneyimi hem de do-
nanım ve yöntem parametrelerinden görece bag˘ımsız gerçek
zamanda çalıs¸ma imkanı tanımaktadır.
V. SONUÇ
Bu bildiride nesne takibi için kullanılan bir yöntem olan
Farkların Kareleri Toplamı hesaplanması için hem standart
C++ ile hem de ARM is¸lemcilerin Tekil I˙s¸lem Çoklu Veri ko-
mut seti olan NEON komutlarıyla kod parçaları gelis¸tirilmis¸tir.
Bu kod parçalarının hız testleri mobil cihazlarda çalıs¸an bir
artırılmıs¸ gerçeklik uygulamasıyla test edilerek hız kazanımı
niceliklendirilmis¸tir.
Bildiride NEON komutları kullanılmadan önce SOFKT
hesaplanması için standart C++ ile verimli bir kod parçası
gelis¸tirilmis¸tir. Bir kere hesaplanarak saklanabilecek terimler
toplanarak gereksiz is¸lemlerden kaçınılmıs¸tır. NEON ve ben-
zeri komut setleri kullanılmadan önce yapılacak hesaplama
için en dog˘ru yönteminin seçilmesi ve bu yöntem için verimli
bir kod parçasının standart komutlarla gelis¸tirilmesi önem
tas¸ır. Çünkü NEON ve benzeri komut setleriyle yazılan kod
parçalarını anlamak ve hataları ayıklamak daha zordur. Tüm
analizler sonucunda vektör hesaplamalardan yararlanabilecek
bir kod parçası bulundug˘unda, is¸lemci içerisindeki vektör
komutlar kullanılarak donanımdan en iyi s¸ekilde faydalanmak
ve benzer uygulamalara göre fark yaratmak mümkündür.
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