and with a query component useful not only for the retrieval of information, but also for the construction of complex textual analysis applications. This approach fully departs from the markup principles, borrowing many ideas from the objectoriented models currently used in programming languages and database areas. A comprehensive description of the model, language, and system can be found in [5] . The language (called Manuzio) has been developed to be used in a multi-user system to store persistently digital collections of texts over which queries and programs are evaluated. This paper reports mainly the work done on the model and the language, since the system is still at its early stages of development with a prototypal implementation.
The Manuzio Model
The Manuzio model considers the textual information in a dual way: as a formatted sequence of characters, as well as a composition of logical structures called textual objects, similar to the content objects described in [2] . A textual object is a software entity with a state and a behavior. The state defines the precise portion of the text represented by the object, called the underlying text, and a set of properties, which are either component textual objects or attributes that can assume values of arbitrary complexity. The behavior is constituted by a collection of local procedures, called methods, which define computed properties or perform operations on the object. A textual object T is a component of a textual object T ′ if and only if the underlying text of T is a subtext of the underlying text of T ′1 . The Manuzio model can also represent homogeneous aggregation of textual objects called repeated textual objects. Trough repeated textual objects it is possible to represent complex collections like "all the first words of each poem" or "the words which form the subject in a certain sentence" as single textual objects. A repeated textual object is a set of textual objects of the same type, called its elements. Its underlying text is the composition of the underlying text of its elements.
Each textual object has a type, which represents a logical entity of the text, such as a word, a paragraph, a sentence, and so on. In the Manuzio model types are organized as a lattice where the greatest element represents the type of the whole collection, and the least is the type of the most basic objects of the schema. Types can also be defined by inheritance, like in object-oriented languages. For instance, the types Novel and Poem are both subtypes of Work . An example of textual schema is given, by the means of a graphical notation, in Figure 1 . In the figure boxes represent textual object types, single and double pointed arrows represent component relationships with single or repeated textual object types, while hollow pointed arrows represent specialization relationships. 
The Manuzio Language
Manuzio is a functional, type-safe programming language with specific constructs to interact with persistently stored textual objects. The language has a static and strong type system with which to describe schemas as that illustrated in Figure 1 , and a set of operators which can retrieve textual objects without using any external query language. A persistent collection of documents can be imported in a program and its root element can be referenced by a special variable collection of type Collection. From this value all the textual objects present in the collection can be retrieved through operators that exploit their type's structure: the get operator retrieve a specific component of an object, while the all operator retrieve recursively all the components and subcomponents of a certain type of an object. Other operators allow the creation of expressions similar to SQL or XQuery FLOWR expressions 2 . Since the queries are an integrated part of the language, they are subject to type-checking and can be used in conjunction with all the other language's features transparently.
The program in Source Code 1, for instance, assigns to a variable the first sentences of each work. This portion of text can be subsequently refined or used in any retrieval context. In Source Code 2 a more complex example is shown, where an analysis of Shakespeare's plays extracts the top three "love speaking" characters in "A Midsummer Night's Dream". The results of such code are then reported in Source Code 3. 
Conclusions and future work
To evaluate the usefulness of our approach a first prototype of the Manuzio language has been developed by mapping the textual objects into a relational database system and by testing it with small-sized corpora. We are aware that a great deal of work on data representation and query optimization must yet be done to provide a satisfying performance for large collections of texts. However, we think that work on modeling and linguistics aspects of retrieval of texts and computations over them is very important per se. In the near future we will explore new ways of providing the model operators, as, for instance, by writing libraries for well known languages, and we will start prototyping a multi-user system for supporting cooperative annotations on large text repositories.
