Abstract. This paper considers the problem of password-authenticated key exchange (PAKE) in a client-server setting, where the server authenticates using a stored password file, and it is desirable to maintain some degree of security even if the server is compromised. A PAKE scheme is said to be resilient to server compromise if an adversary who compromises the server must at least perform an offline dictionary attack to gain any advantage in impersonating a client. (Of course, offline dictionary attacks should be infeasible in the absence of server compromise.) One can see that this is the best security possible, since by definition the password file has enough information to allow one to play the role of the server, and thus to verify passwords in an offline dictionary attack. While some previous PAKE schemes have been proven resilient to server compromise, there was no known general technique to take an arbitrary PAKE scheme and make it provably resilient to server compromise. This paper presents a practical technique for doing so which requires essentially one extra round of communication and one signature computation/verification. We prove security in the universal composability framework by (1) defining a new functionality for PAKE with resilience to server compromise, (2) specifying a protocol combining this technique with a (basic) PAKE functionality, and (3) proving (in the random oracle model) that this protocol securely realizes the new functionality.
Introduction
The Basic Problem. We start by describing the basic problem of setting up a secure channel between two parties, Alice and Bob, who only share a short secret password. Neither of them knows a public key corresponding to the other party, and neither has a certified public key (i.e., a public key whose certificate can be verified by the other party). If Alice and Bob shared a high-strength cryptographic key (i.e., a long secret), then this problem could be solved using standard solutions for setting up a secure channel, such as the protocol of Bellare and Rogaway [5] . However, since Alice and Bob only share a short secret This work was carried out while all the authors were at DoCoMo USA Labs.
password, they must also be concerned with offline dictionary attacks. An offline dictionary attack occurs when an attacker obtains some information that can be used to perform offline verification of password guesses. We will call this password verification information. For a specific example, consider the following. Say Alice and Bob share a password π, and say an attacker somehow obtained a hash of the password h(π), where h is some common cryptographic hash function such as SHA-1 [41] . Then an attacker could go offline and run through a dictionary of possible passwords {π 1 , π 2 , . . .}, testing each one against h(π). For instance, to test if π i is the correct password, the attacker computes h(π i ) and checks if h(π i ) = h(π). In general, the password verification information obtained by the attacker may not be as simple as a hash of a password, and an attacker may not always be able to test all possible passwords against the password verification information, but if he can test a significant number of passwords, this is still considered an offline dictionary attack. For some fairly recent demonstrations of how effective an offline dictionary attack can be, see [40, 44, 50] . So the problem remains: how do Alice and Bob set up a secure channel? In other words: how do Alice and Bob bootstrap a short secret (the password) into a long secret (a cryptographic key) that can be used to provide a secure channel?
A protocol to solve this problem is called a password-authenticated key exchange (PAKE) protocol. Informally, a PAKE protocol is secure if the only feasible way to attack the protocol is to run a trivial online dictionary attack of simply iteratively guessing passwords and attempting to impersonate one of the parties. (Note that this type of attack can generally be detected and stopped by well-known methods.) The problem of designing a secure PAKE protocol was proposed by Bellovin and Merritt [7] and by Gong et al. [24] , and has since been studied extensively. Below we discuss the many techniques that have been proposed.
Resilience to Server Compromise. Consider a PAKE protocol run in a client-server setting, where the client device receives a password input by a user, but where the server stores a "password file" that contains data that can be used to authenticate each user. In this scenario it is natural to be concerned about the security of this password file, since an adversary that compromises the server could obtain this password file. 4 In the case of many existing PAKE protocols, the consequences of an adversary obtaining the server's password file are disastrous, with the adversary obtaining enough information to impersonate a client. That is why there has been a significant amount of work on making PAKE schemes "as secure as possible" even if the server gets compromised. Naturally, if an adversary obtains a server password file, he possesses password verification information, so he can always mount an offline dictionary attack. The goal, therefore, in improving resilience to server compromise is to make the offline dictionary attack the best he can do.
In the remainder of the paper, a symmetric PAKE scheme refers to one in which the two parties use identical strings corresponding to the same password (and which, consequently is trivially insecure in the client-server setting when the server is compromised). An asymmetric PAKE scheme refers to one which is designed to maintain security (as discussed above) despite a server compromise. In particular, this implies that the server does not store the plaintext password.
Related Work. Since the PAKE problem was introduced, it has been studied extensively, and many PAKE protocols have been proposed, e.g., [24, 23, 26, 34, 48, 32] . Many of these protocols have been shown to be insecure [9, 45] . More recent protocols, e.g., [3, 10, 1, 37, 51, 19] , have proofs of security, based on certain well-known cryptographic assumptions, in the random oracle and/or ideal cipher models. Other PAKE protocols have been proven secure in the common reference string (CRS) model, e.g., [31, 18, 29, 14] . Finally the PAKE protocols in [20, 42] were proven secure based on a general assumption (trapdoor permutations) without any setup assumptions, but with a restriction that concurrent sessions with the same password are prohibited.
The problem of PAKE with resilience to server compromise has also been studied extensively, and many protocols have been proposed, e.g., [8, 27, 49, 33] .
5 Some more recent protocols also have proofs of security based on wellknown cryptographic assumptions, in the random oracle model, e.g., [10, 37, 35] . Although these protocols (along with the protocols of [8, 27] ) are based on symmetric PAKE protocols, and the techniques used to convert the symmetric PAKE protocols into asymmetric PAKE protocols seem somewhat modular, no modular versions were ever presented, and there were no attempts to prove (in a modular way) anything about the techniques themselves. Each asymmetric PAKE protocol was presented in its entirety, and was proven secure from scratch. Note that no protocols for PAKE with resilience to server compromise have yet been proven secure without relying on random oracles.
Results. We were inspired by the PAK-Z protocol from MacKenzie [36] , which is essentially the PAK protocol from [10] modified using the "Z-method" to be resilient to server compromise. 6 While the Z-method was claimed to be a general technique, it was only described and analyzed with respect to the PAK protocol. We first show that the general Z-method does not provide resilience to server compromise by exhibiting an attack that exploits any instantiation using discrete-log based signature schemes. Next, we present a new method, called the Ω-method, that fixes the critical flaw in the Z-method. The Ω-method is the first general and modular technique that takes any secure symmetric PAKE scheme as a building block and converts it into one that is resilient to server compromise. The Ω-method is efficient and practical, essentially adding one 5 There has also been work on protecting the server password file using threshold techniques, e.g., [17, 28, 16, 30, 38] . 6 Previous to PAK-Z, there were PAK-X and PAK-Y protocols, with their own methods for modifying PAK to be resilient to server compromise.
extra round of communication and one signature generation/verification to the underlying symmetric PAKE scheme.
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We prove security in the universal composability (UC) framework [11] (in the random oracle model). A symmetric PAKE functionality F pwKE was recently introduced in [14] . Our original plan was to (1) extend F pwKE into an asymmetric PAKE functionality F apwKE , and (2) prove that a protocol based on the Ω-method (which we call the Ω-protocol) securely realizes F apwKE in the F pwKEhybrid model. This would imply, by the universal composition theorem [11] , that the Ω-protocol would be secure when instantiated with any secure symmetric PAKE scheme. For step (1) we added notions of a server setting up a password record for the client and using that password record for each session, the notion of stealing the password file, and the notion of explicitly aborting.
8 Unfortunately, step (2) was problematic, since the Ω-method relies on the notion of a protocol transcript, which does not exist in the symmetric PAKE functionality of [14] . Therefore, we added the notion of a transcript to the symmetric PAKE functionality to make a revised symmetric PAKE functionality F rpwKE , and completed step (2) using the F rpwKE -hybrid model. In Section 4 we discuss why adding this notion of a transcript is natural and does not have any substantial effect on whether a protocol securely realizes the functionality.
Applicability. Currently there is only one PAKE protocol that has been shown to securely realize the symmetric PAKE functionality F pwKE in the UC framework, specifically, the one of Canetti et al. [14] . However, we conjecture that many of the PAKE protocols cited above that were proven secure in the random oracle model, but not in the UC framework, could also be proven secure in the UC framework. Since the Ω-protocol relies on the random oracle model anyway, it would make sense to combine it with these symmetric PAKE protocols to achieve (very efficient) asymmetric PAKE protocols. Thus the results of this paper should have wide applicability.
Preliminaries
Symmetric Encryption Schemes. A symmetric encryption scheme E is a pair (E, D) of algorithms, both running in polynomial time. E takes a symmetric key k and a message m as input and outputs an encryption c for m; we denote this c ← E k (m). D takes a ciphertext c and a symmetric key k as input and returns either a message m such that c is a valid encryption of m, if such an m exists, and otherwise returns ⊥.
We will use specific symmetric encryption schemes based on hash functions and one-time pads. 9 The first scheme is E k (m) = H(k) ⊕ m, where H() is a hash function with output that is the same length as m (and assumed to behave like a random oracle -see below) and where ⊕ is taken as a bit-wise exclusive OR operation. Note that this encryption scheme is inherently malleable. For instance, given a ciphertext c of an unknown message m under an unknown key k, one can construct a ciphertext c = c ⊕ 00 · · · 001 of a related message m = m ⊕ 00 · · · 001 (i.e., m with the last bit flipped), without determining m.
The second scheme is E k (m) = H(k) ⊕ m|H (m), for a hash function H () (assumed to be one-way and to behave like a random oracle). The second hash protects against malleability since modifying the one-time pad portion requires recomputing the hash with the correct message, implying the message has been determined.
Hash functions. Cryptographic hash functions will be used for key generation and for producing verification values. Here we assume these functions are random oracles [4] , 10 i.e., they behave like black-box perfectly random functions. In practice, one would need to verify that the actual hash function used is suitable to be used as a random oracle. See [4] for a discussion on how to instantiate random oracles, and see [25] for a discussion on key generation functions.
Signature schemes A signature scheme S is a triple (Gen, Sig, Verify) of algorithms, the first two being probabilistic, and all running in (probabilistic) polynomial time. Gen S takes as input the security parameter (usually denoted as κ and represented in unary format, i.e., 1 κ ) and outputs a public-key pair (pk, sk), i.e., (pk, sk) ← Gen S (1 κ ). Sign takes a message m and a secret key sk as input and outputs a signature σ for m, i.e., σ ← Sig sk (m). Verify takes a message m, a public key pk, and a candidate signature σ for m as input and returns the bit b = 1 if σ is a valid signature for m for the corresponding private key, and otherwise returns the bit b = 0. That is, b ← Verify pk (m, σ ). Naturally, if σ ← Sig sk (m), then Verify pk (m, σ) = 1. We require signature schemes that are existentially unforgeable against chosen message attacks in the sense of [21] . and second having the client somehow prove knowledge of a π such that f (π) is the server's stored value.
The Ω-method uses the following specific instantiation of this basic idea.
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The server stores a hash of the password H(π) to be used for the protocol P . The server also stores a public/secret key pair for a secure signature scheme, with the secret key encrypted using the specific encryption scheme (E , D ) defined above in which the key to the encryption scheme is the password. (Recall that this encryption scheme is a one-time pad concatenated to a cryptographic hash.) In all, the server stores (H(π), pk, E π (sk)). The protocol Ω first runs P (using H(π)). Once P is finished and has derived a cryptographically strong shared key K, the server uses a temporary session key K derived from K to securely send E π (sk) to the client, using the specific encryption scheme (E, D) defined above.
(Recall that this encryption scheme is simply a one-time pad.) The client uses K and π to derive the appropriate keys, performs the necessary decryptions to obtain sk, and then creates a signature with sk on the transcript of P . In effect, this proves that the client (the one communicating with the server in protocol P ) knows π. The final output of Ω is another key K derived from K.
The Ω-method is very similar to the Z-method in [36] . However, the Z-method specifies that both encryption schemes be simple one-time pads, which, as discussed previously, are malleable. Because of this, it can be shown that the Zmethod is insecure for certain signature schemes and in particular, for certain representations of the private key generated in certain signature schemes. In fact, the Z-method is not known to be secure for any signature scheme. In contrast, the Ω-method is secure for every signature scheme.
High-level description. A high-level description of the Ω-method is shown in Figure 1 , with some details given here.
Client Part 1:
The client computes H(π) and performs its part in the symmetric PAKE protocol P using H(π), obtaining a shared cryptographic key K.
Server Part 1:
The server performs its part in the symmetric PAKE protocol P using the value H(π) it had stored, obtaining a shared cryptographic key K.
Server Part 2, Step 1: The server first derives key K = H (K) and then sends E K (E π (sk)) to the client.
Client Part 2:
The client receives the value E K (E π (sk)) sent by the server, computes K = H (K), and decrypts using K and π to obtain sk. (If the decryption fails when checking the hash, the client aborts.) Then the client signs the transcript of P , using sk, i.e., it computes σ = Sig sk (transcript), and sends the result σ to the server. The client also derives a session key K from K (e.g., by using a cryptographic hash function K = H (K)).
Server Part 2, Step 2: Once it receives the signature σ, the server computes b = Verify pk (transcript, σ). If b = 1, then the server derives a session key K = H (K) and outputs it. Otherwise it aborts.
Generate keys K and The advantage of the Ω-method over the Z-method was discussed above. The advantage of the Ω-method over other asymmetric PAKE protocols is that it is modular and general. The Ω-method allows an asymmetric PAKE protocol to be constructed using any PAKE protocol and any signature scheme, and these could be chosen based on which cryptographic assumptions are used to prove their security. For instance, one could choose a PAKE protocol and a signature scheme that are based on the same cryptographic assumption. Notice also that as opposed to asymmetric PAKE protocols in which the password is used to derive the secret key of a signature scheme, e.g., [35] , the Ω-method has the advantage that the secret key does not need to be computed online by the client, a potentially expensive operation.
As for efficiency, this method adds one extra round of communication along with a few hash operations, a signature calculation by the client, and a signature verification by the server, to the PAKE protocol P . The extra round of communication can often be piggybacked on actual protocol messages, as was shown for the PAK-Z protocol in [36] . But there is still the extra computation involved with the signature. Some asymmetric PAKE protocols have been designed specifically to avoid this extra computation. SRP [49] and AMP [33] are two such protocols, but neither has a proof of security, even in the random oracle model.
The Z-Method and An Attack. The Z-method [36] looks exactly like the Ω-method, except that the encryption functions E and E are simply one-time pads. That is, E K (c) = K ⊕ c and E π (sk) = H(π) ⊕ sk. One problem with a one-time pad encryption scheme is that in the absence of an explicit integrity-verification mechanism, the resulting ciphertext is malleable. This leads to an attack on the PAKE protocol. In particular, suppose that the Z-method is instantiated using a discrete logarithm based signature scheme (e.g., Schnorr, DSS, El-Gamal, signature schemes based on bilinear pairings, etc.). In a typical instantiation of such a scheme, we would have (sk, pk) = (x, y) be the signing and verification keys respectively, where y = g x and g is a generator for a (multiplicative) group in which the discrete logarithm problem is believed to be intractable. Now, consider an active adversary who flips the least significant bit of the server's response c . When the client decrypts, he will either compute that sk = x + 1 (if the least significant bit of x were a 0) or x − 1 (or if the least significant bit of x were a 1). The client signs the transcript using the computed signing key. The adversary verifies the signature using yg as the public verification key. If it verifies correctly, then he deduces that the least significant bit of x was 0; otherwise he deduces that it is 1. The adversary can repeat an analogous procedure |x| times to determine the remaining bits of x. Since |x| is typically much smaller than the dictionary of possible passwords, we violate the security requirements of the protocol.
Evaluation of Security. We wish to prove that the Ω-method can be combined with any (symmetric) PAKE protocol to yield an asymmetric PAKE protocol. It is often very difficult to prove such general statements. However, by using the Universal Composability (UC) framework of Canetti [11] , this type of proof, while still very complicated, becomes much easier. We assume the reader is familiar with the UC framework. We remark that we focus on static adversaries that cannot corrupt parties during the execution.
13 (However, our asymmetric PAKE functionality includes a notion of an adversary stealing a password file.)
Password-based key exchange functionalities
The original symmetric PAKE functionality. We first consider the original symmetric PAKE functionality F pwKE from Canetti et al. [14] and presented in Figure 2. 14 The functionality is similar to that of the standard key exchange functionality F KE given in Canetti [11] . In the F KE functionality, the parties that start a session receive the same uniformly-distributed session key, except when one of the parties is corrupted, in which case the adversary has the power to set the session key. In the F pwKE functionality, each party starting a session is given a password as input from the environment, and the power to set the session key for a party is also given to the adversary if it succeeds in guessing the password used by that party. When the adversary guesses the password, the party's session is marked compromised. An additional property of the definition is that a failed attempt at guessing a party's password is detected. This results in the session being marked interrupted and the party receiving an independent uniformly-distributed session key. 13 Nevertheless, as was shown in [14] , this implies the "weak corruption" model of [3] in which passwords can be adaptively obtained. 14 Note that the variable names in the functionality have been slightly modified for consistency with protocols that we present later.
A session that is neither compromised nor interrupted (and is still in progress) is considered fresh. Such sessions (between honest parties) conclude with both parties receiving the same, uniformly-distributed session key if they were given the same password as input from the environment, and otherwise with the parties receiving independent uniformly-distributed session keys. In any case, once a party receives a session key, that session is marked completed.
Functionality F pwKE
The functionality F pwKE is parameterized by a security parameter κ. It interacts with an adversary S and a set of parties via the following queries:
Upon receiving a query (NewSession, sid, Pi, Pj , π, role) from party Pi:
Send (NewSession, sid, Pi, Pj , role) to S. In addition, if this is the first NewSession query, or if this is the second NewSession query and there is a record (Pj , Pi, π ), then store record (Pi, Pj, π) and mark this record fresh. Upon receiving a query (TestPwd, sid, Pi, π ) from the adversary S:
If there is a record of the form (Pi, Pj , π) which is fresh, then do: If π = π , mark the record compromised and reply to S with "correct guess". If π = π , mark the record interrupted and reply with "wrong guess". Upon receiving a query (NewKey, sid, Pi, k) from S, where |k| = κ:
If there is a record of the form (Pi, Pj , π), and this is the first NewKey query for Pi, then:
• If this record is compromised, or either Pi or Pj is corrupted, then output (sid, k) to player Pi.
• If this record is fresh, and there is a record (Pj, Pi, π ) with π = π, and a key k was sent to Pj , and (Pj , Pi, π) was fresh at the time, then output (sid, k ) to Pi.
• Any other case: pick new random key k (|k | = κ); send (sid, k ) to Pi. Either way, mark the record (Pi, Pj, π) as completed.
Fig. 2. The password-based key-exchange functionality F pwKE
Two enhancements to the original symmetric PAKE functionality. We describe two enhancements, transcripts and explicit authentication, to the original F pwKE functionality [14] .
Transcripts. The main problem with building a secure asymmetric PAKE protocol using the F pwKE functionality is that there is no way to indicate to the environment through the F pwKE functionality whether the two sessions (one for each party) involved in the key exchange are both fresh. 15 Note that extending the functionality with queries that output the state of each session (i.e., fresh or compromised) is ineffective since a real party would not know individually if its session was fresh or compromised, and thus could not output such an indication. 16 Thus allowing such a query in the ideal world makes it distinguishable from the real world.
Instead, we extend the functionality in the following way. Once a session is complete, the adversary may query the functionality with an extra value tr, which is output to the party as long as it meets the following condition: If either of the two sessions in the key exchange is not fresh, then the tr values output to each party must not be equal.
Since the query is not mandatory, any protocol that securely realizes F pwKE will securely realize the functionality extended in this way. We conjecture something stronger, in that any protocol that securely realizes F pwKE and in which each party is fresh and outputs a key if the adversary simply forwards messages between two parties in a session, and a party is not fresh if the adversary sends a message not output as the next message by the other party in a session, can be modified to securely realize the extended F pwKE functionality, in which each party outputs the tr value immediately after it outputs a key. The modification is to simply have each party output its transcript as tr once it has completed. Assuming the ideal adversary simulates the real protocol by running a simulated real protocol with the real adversary, the ideal adversary could also output the transcript of a simulated session, and this obviously would preserve indistinguishability between the ideal world and real world.
Explicit authentication. Although not critical to building an asymmetric PAKE functionality, the F pwKE functionality has another limitation in that it does not allow for some common types of explicit authentication. Specifically, a protocol that performs explicit authentication and aborts if the authentication fails, and otherwise sends one more message, will not securely realize the F pwKE functionality. Intuitively this is because an ideal adversary could not learn from the functionality whether the explicit authentication should be successful, and so could only guess whether to send the final message. (This would be easily distinguishable from the real protocol.) To allow for this type of authentication, one can add a new "test abort" query that tests whether the authentication would fail, informs the simulator, and informs the environment that the session is aborting in case of an authentication failure. A feature similar to this is mentioned in [14] , in which the ideal adversary is notified if passwords for the two parties in a session do not match. This is claimed (rightly so) to weaken the definition, especially since an eavesdropper may not learn this. However, we are interested only in the case where the eavesdropper does learn this information, by noticing whether the protocol aborts or not. Thus in some sense we also functionality, this would even allow the adversary to set the session keys between himself and each party to be the same.) As a man-in-the middle, he could simply forward the remaining messages between client and server sessions to complete the asymmetric PAKE protocol. 16 A party may know if its session "succeeded" or not, but both fresh and compromised sessions may be successful.
"weaken" the definition of PAKE, but in a way that makes sense and allows some natural PAKE protocols (secure according to, say, an indistinguishability-based definition of PAKE) to securely realize the (extended) PAKE functionality. As above, since the "test abort" query is not mandatory, any protocol that securely realizes F pwKE will securely realize the functionality extended in this way; i.e., this extended functionality does not imply a protocol must have explicit authentication, but only allows for it.
The Revised Symmetric PAKE Functionality. Figure 3 describes our revised symmetric password-based key exchange functionality called F rpwKE that includes a transcript query as discussed above, but not a test abort query. 17 More specifically, the revised functionality F rpwKE is exactly F pwKE (with a minor wording change in NewKey that has no effect on the F pwKE ), but with NewTranscript queries added. We note that it is possible to prove that a protocol securely realizing F rpwKE also is secure according to the definition of [3] .
Asymmetric PAKE functionalities. Now we discuss our asymmetric PAKE functionality F apwKE , which is presented in Figure 4 . At a high level, this functionality expands on the F pwKE functionality to allow a server to store password data, and then use this stored password data for authentication instead of a password received as input from the environment. This functionality also accounts for the possibility that password data may be stolen by the adversary. As discussed above, this allows the adversary to perform an offline dictionary attack.
18 It also allows the adversary to impersonate the server, but not the client. In more detail, the changes are as follows.
-The F pwKE functionality was a single-session functionality. However, asymmetric PAKE requires that a password file be used across multiple sessions, so we define the F apwKE functionality as a multiple-session functionality. Note that this cannot be accomplished simply using "composition with joint state" [15] because the functionality itself requires shared state that needs to be maintained between sessions. -In F pwKE , sessions are started by sending NewSession queries to two parties, including a password in each query. In F apwKE , these queries are replaced with CltSession and SvrSession queries. The CltSession queries include a password, but the SvrSession queries do not. The server password is taken from the password file, which is placed on the server using a StorePWfile query that includes the password. Note that if the server is corrupted when it receives this query, then the adversary learns the password. However, a trusted initial
The functionality F rpwKE is parameterized by a security parameter κ. It interacts with an adversary S and a set of parties via the following queries:
Upon receiving a query (NewSession, sid, Pi, Pj , π, role) from party Pi: Send (NewSession, sid, Pi, Pj , role) to S. In addition, if this is the first NewSession query, or if this is the second NewSession query and there is a record (Pj, Pi, π ), then record (Pi, Pj , π) and mark this record fresh. Upon receiving a query (TestPwd, sid, Pi, π ) from the adversary S:
If there is a record of the form (Pi, Pj, π) that is not marked completed, then:
• In any other case, pick a new random key sk of length κ and send (sid, k ) to Pi. Either way, mark the record (Pi, Pj, π) as completed. Upon receiving a query (NewTranscript, sid, Pi, tr) from S:
If there is a record of the form (Pi, Pj, π) that is marked completed, then:
• If (1) there is a record (Pj, Pi, π ) for which tuple (transcript, sid, tr ) was sent to Pj , (2) either (Pi, Pj , π) or (Pj , Pi, π ) was ever compromised or interrupted, and (3) tr = tr , ignore the query.
• In any other case, send (transcript, sid, tr) to Pi. Fig. 3 . The revised password-based key-exchange functionality F rpwKE setup between the client and server is generally assumed, so this would not be a problem.
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-In F apwKE , the adversary may "steal" the server's password data using a StealPWfile query. No actual data is sent to the adversary, but after this the adversary may make queries to test passwords using OfflineTestPwd queries. These queries are "offline" as they do not correspond to any sessions. The OfflineTestPwd queries may actually be made either before or after the StealPWfile query, but queries made before are not answered until the StealPWfile query is made. Specifically, when a StealPWfile query is made, if there was a previous OfflineTestPwd query with the correct password, that password is simply returned to A.
We also change the UC framework slightly to allow the queries StealPWfile and OfflineTestPwd to be accounted for by the environment, similar to the way Corrupt queries are accounted for. 20 Specifically, a StealPWfile query by the adversary is not allowed until the environment sends a StealPWfile message to the adversary, 21 and similarly, each OfflineTestPwd query by the adversary is not allowed until the environment sends an OfflineTestPwd message to the adversary. It is easy to see that the composition theorem holds despite these changes.
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-In F apwKE , in addition to TestPwd queries, an adversary can also make an Impersonate query to compromise a client session without supplying a password. This will succeed if there has already been a StealPWfile query. -We add the TestAbort query to F apwKE . The main reason is that our asymmetric PAKE protocol specifies some verifications, where an instance will abort if a verification fails. As discussed above, the F pwKE would need an extension to handle this type of protocol. -In contrast to F rpwKE , we did not include a transcript query in F apwKEprimarily because our proofs did not need it. The query could be added, and our asymmetric PAKE protocol could be modified to output a transcript.
Finally, in F apwKE , we assume that a given sid is unique to a given client/server pair for which the server stores a password. We also assume that a given (sid, ssid) pair is unique to a given session between the client and server corresponding to sid. These assumptions are valid in the UC framework, as discussed in [11] .
The Ω protocol and its Security
We present the Ω-protocol in the UC framework in Figure 6 . It uses the revised password-based key exchange functionality F rpwKE defined in Figure 3 and the random oracle functionality F RO defined in Figure 5 . 23 The random oracle functionality is parameterized by an output length , and for simplicity, this argument is implicit (albeit different depending on how the random oracle is being used). In particular if the arguments are sid, 1 , sid, 3 , sid, ssid, 2 , then the output length = κ. If the arguments are sid, 2 , then = |sk|. Finally, if the arguments are sid, ssid, 1 , then = |c| (i.e., the size of the ciphertext being encrypted).
When applying the Ω-method in the UC framework to obtain the protocol Ω, there were some issues that needed to be addressed. 20 In fact, we could define these queries as Corrupt queries with certain parameters, which are handled by the functionality in certain specific ways, but we felt it was more clear to make them separate queries. 21 Technically, this is enforced by the "control function" (see [11] ). 22 This is assuming that these messages are based on sid values, and the sid values used in the original and emulating protocol somehow correspond. This is the case, but we need to define it explicitly. 23 Note in particular that F rpwKE has no access to F RO , and thus a protocol securely realizing F rpwKE should have no access to F RO .
Functionality F apwKE
The functionality F apwKE is parameterized by a security parameter κ. It interacts with an adversary S and a set of parties via the following queries:
Password storage and authentication sessions
Upon receiving a query (StorePWfile, sid, Pi, π) from party Pj : If this is the first StorePWfile query, store password data record (file, Pi, Pj , π) and mark it uncompromised. Upon receiving a query (CltSession, sid, ssid, Pj , π) from party Pi:
Send (CltSession, sid, ssid, Pi, Pj ) to S, and if this is the first CltSession query for ssid, store session record (ssid, Pi, Pj , π) and mark it fresh. Upon receiving a query (SvrSession, sid, ssid) from party Pj :
If there is a password data record (file, Pi, Pj , π), then send (SvrSession, sid, ssid, Pi, Pj ) to S, and if this is the first SvrSession query for ssid, store session record (ssid, Pj , Pi, π), and mark it fresh. The functionality F RO is parameterized by an (implicit) output length .
Upon receiving query (Hash, sid, msg) from any party P or adversary S:
If a tuple (msg, r) is stored, return r; else, generate r R ← {0, 1} . Record (msg, r) and return r. Fig. 5 . The random oracle functionality F RO -In the Ω-protocol, one must use (sid, ssid, tr) in place of the transcript of the symmetric PAKE protocol. This pair (sid, ssid) is unique to a given pair of client/server instances, and these two instances only generate the same tr if they are fresh and use the same password. This is exactly what is needed in the proof of security, in particular, to ensure that a signature produced by a client cannot be used to impersonate a client in another session. -We had wanted to use an ideal signature functionality instead of an explicit signature scheme. However, this does not seem possible, since the Ω-protocol explicitly encrypts and hashes the signing key, but the ideal signature functionality doesn't have any notion of a secret key. -Similarly, it does not seem possible to use an ideal secure channel functionality in place of the symmetric encryptions, because keys are generated using a hash function. The ideal secure channel functionality does not have any notion of a secret key.
The following theorem characterizes the security of the Ω protocol and is proven in the full version of this paper.
Theorem 1.
Assume that S is an existentially unforgeable signature scheme. Then protocol Ω of Figure 6 securely realizes the F apwKE functionality in the F rpwKE , F RO -hybrid model, in the presence of static-corruption adversaries.
