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요   약 
 기존의 웹 검색 시스템은 주어진 키워드들을 모두 포함한 웹 페이지의 도출을 목표로 하기 때문에, 검
색어의 popularity가 떨어지는 경우나, 키워드의 한정 정도가 과도하거나 많아지는 경우, 또는 키워드가 길
어지는 경우 등에는 검색결과가 크게 줄어드는 결과희소성 문제(scarcity problem)를 겪게 된다. 본 연구에
서는 이를 해결하기 위해서 검색결과를 개별 웹페이지 집합이 아닌 관련 웹페이지들간의 링크 구조로 도
출해주는 확장된 검색 방법을 제시한다. 확장된 웹 검색은 링크기반 분석을 활용하여 개별 질의들에 대
한 검색 결과 페이지들간의 링크 관계를 탐색하고, 도출된 검색 결과의 순위 측정을 통해 이루어진다. 본 
연구에서 제안하는 확장된 웹 검색 방법은 결과희소성 문제에 효과적임을 보였다.  
 
1. 서 론 
인터넷의 폭발적인 성장에 따라, 웹은 현재 전세계 
규모의 다종다양한 정보에 대해 실시간적 접근을 
가능하게 해주는 거의 유일한 정보원천이 되고 있다. 
역설적으로 정보량이 방대해 지면서 관련성이 높은 
정확한 정보를 선별해내는 데에는 더욱더 어려움이 
가중되고 있다. 즉, 정보량 확대의 역기능으로 웹 
사용자는 ‘정확한 정보의 선택’이라는 어려움을 겪게 
되었다. 그러므로 웹 정보의 효과적, 효율적인 선택 
문제는 나날이 그 중요성과 시의성이 커지고 있는 
주제인 것이다. 
일반적으로 웹 사용자가 검색엔진을 사용하여 필요한 
정보를 검색하고자 할 때 여러 가지 문제점은 전통적인 
정보검색 분야의 수행도 측정지표인 precision과 recall의 
관점에서 파악해 볼 수 있다. 우선 Kleinberg[1]가 
분류한 웹 검색 질의의 종류를 살펴보면 다음과 같다.  
 
▶ 구체성 질의(Specific query) 
예) "Does Netscape support the JDK 1.1 code-signing API?"  
▶ 보편성 질의(Broad-topic query) 
예) "Find information about the Java programming language."  
▶ 유사성 질의(Similar-page query)  
예) "Find pages 'similar' to java.sun.com."  
 
질의의 상세화가 많이 이루어지는 구체성 질의의 
경우에는 검색 결과의 precision은 높일 수 있으나, 
recall이 낮아지는 결과로 이어질 가능성이 크고, 이는 
제시되는 검색 결과의 수가 매우 적어지는 결과희소성 
문제(scarcity problem)로 귀결된다. 이와 반대로 질의의 
범위가 넓은 보편성 질의의 경우에는 결과 폭증 
문제(abundance problem), 즉, 검색결과의 recall이 커져서 
발생하는 문제로서, 지나치게 과다한 검색 결과에 대한 
선택의 문제를 겪을 가능성이 커지게 된다. 또한 
‘java.sun.com과 유사한 페이지를 검색하라.’와 같은 특정 
사이트와 의미적으로 유사한 페이지를 검색하는 유사성 
질의 문제 역시 전통적인 VSM(Vector Space Model) 
기반의 웹 검색엔진이 처리하기에는 특히 어려운 
문제이다. 
전통적인 VSM 기반의 웹 검색에서 겪을 수 있는 또 
다른 문제들로는 검색어의 동음이의어(homonym), 
동음다의어(polysemy) 관계 때문에 발생하는 topic-drift 
문제가 있다. 이는 AltaVista[2]나 Google[3][4]과 같은 
정보수집기(crawler) 기반 검색엔진이 자동색인을 사용할 
때에 생길 수 있다. Topic-drift 문제는 주어진 질의에 
대한 관련문서를 찾지 못하여 비정상적으로 검색 결과 
집합의 precision이 낮은 문제를 의미하며, 이를 
해결하기 위해 하이퍼링크 기반 분석(Linkage Analysis)을 
활용한 방법이 다수 제안되고 있다[5]. 
하이퍼링크는 웹 환경에서만 존재하는 정량적인 
정보로서, 웹페이지를 분석하면 쉽게 얻어낼 수 있다. 
이러한 하이퍼링크는 웹페이지의 제작자 혹은 웹 
마스터가 관련성을 부여한 근거로 사용될 수 있으며, 
구글폭탄(Google Bomb)의 경우와 같은 인위적인 조작을 
제외한 대부분의 경우에 해당된다.  
 웹 분석 연구조직인 OneStat.com[6]에 따르면 웹 
사용자가 사용하는 질의 길이가 최근 들어 더욱 
길어지고 있는 추세에 있다([그림1] 참조). 질의 길이가 
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길어지면 더욱 정확한 검색이 가능해 질 수 있지만 
그만큼 결과희소성 문제를 겪게 될 가능성도 커진다. 
질의를 구성하는 단어들의 popularity 또한 이러한 
가능성에 영향을 준다. 즉, popularity가 떨어지는 일부 
특정 도메인에만 국한된 질의 단어가 입력될 때 
결과희소성 문제를 겪게 될 확률이 높아지는 것이다.  
 
[그림 1] 검색 쿼리 길이의 변화추이 [6] 
 
이러한 문제점은 현재의 거의 모든 웹 검색 엔진의 
결과가 개별 질의 키워드를 모두 포함하는 단일 웹 
페이지의 검색을 목표로 하는데 기인한다. 어떤 질의 σ1, 
σ2, σ3가 주어졌을 때, 대부분의 검색 엔진은 그 빈도수 
등을 계산하여 ‘σ1∧σ2∧σ3’를 포함하는 웹 페이지(들)를 
결과로 제시하기 마련이다. 그 세 단어 모두를 포함하는 
웹페이지가 없는 경우 결과가 없다고 리턴 한다. 예컨대, 
‘이교수님(P: Professor Lee)의 강의안(L: Lecture Notes)에서 
웹구조화(W: Web Structuring)’을 알고 싶은 경우 이는 
σ1= P, σ2= L, σ3= W라고 표현될 수 있다.  
일반적으로 결과희소성 문제는 다음 3가지 종류로 
분류할 수 있다. 첫째, 키워드의 개수가 증가하면서 
검색 도메인이 급격히 줄어들어 결국 결과희소성 
문제에 봉착하게 되는 경우, 둘째, 질의가 상하관계 
혹은 포함관계를 가지는 경우, 셋째, 사용자가 관련된 
여러 페이지를 원하는 경우이다.  
이러한 문제에 대한 대안은 기존 검색엔진을 
사용하는 경우 질의를 분해하여, 해를 좁혀나가는 
분할정복방식(divide & conquer)이다. 즉, 질의 부분집합을 
조합하여 수행하는데, σ1∧σ2 결과로부터 σ3을 
검색하거나, 혹은 σ1을 수행한 다음 σ2∧σ3를, 혹은 σ2와 
σ3에 대해 개별적으로 혹은 대화식으로 검색을 시도하게 
된다. 그러나 이러한 방식은 질의 입력순서에 영향을 
크게 받거나, 이러한 예에서와 같이 개별 질의가 
보편성이 큰 경우 분할의 의미가 적다. 가장 문제가 
되는 경우는 세번째의 경우로서 사용자가 ‘일련의 웹 
페이지’를 결과로 원하는 경우에는 페이지 단위의 
결과를 제시하는 기존 검색방식으로는 이러한 문제를 
해결할 수 없다.  
본 연구의 동기는 질의를 구성하는 문자열 중 개별 
단어를 포함한 일부 페이지와 또 다른 일부 개별 
단어를 포함한 페이지 간에 링크 관계가 존재한다면 
이러한 페이지들까지 주어진 질의의 검색 결과로 
주어져야 한다는 데에서 출발한다. 물론 기존의 
검색엔진은 이러한 웹페이지간의 링크가 존재하더라도 
이러한 웹페이지들은 키워드의 모든 단어를 포함하지 
않고 있기 때문에 검색결과로서 이를 도출해주지 
않는다. 이를 위해, 본 연구에서는 검색 질의의 길이가 
길어질 때, 즉 구체성 질의가 입력될 때, 생길 수 있는 
결과 희소성 문제를 해결하기 위해 링크 기반 분석을 
활용한 웹 검색 확장 알고리즘을 제안한다. 검색 결과는 
질의에 대한 다수의 관련 웹페이지들과 이들간의 
링크로 이루어지는 웹페이지 집합구조(네트웍)로 
제공된다. 이러한 접근법을 활용하면 질의가 담고 있는 
주제가 다수개인 다중 하부주제 질의(multiple sub-topic 




본 연구에서 질의는 키워드의 집합으로 보고, 
검색대상 페이지들 사이에는 하이퍼텍스트 링크(이하 
링크)를 가진다고 가정한다. 다음에 설명하는 
알고리즘은 전체 질의 키워드 중, 단일 키워드에 대한 
검색결과 페이지로부터 서로 간의 링크의 존재를 
탐색하여 질의에 대한 검색 결과로 웹 페이지와 
그들간의 링크 관계를 검색결과로 도출해주는 방식이다.  
먼저, 질의에 대한 결과로 제시할 페이지 집합을 
포함하는 검색 대상 집합 Sσ가 가져야 할 성질은 
다음과 같다. 
 
① Sσ의 크기가 상대적으로 작을 것 
② Sσ의 내부에 개별 질의 문자열들을 포함한 
페이지(relevant page)가 많을 것 
③ Sσ의 내부에 존재하는 relevant page들간에 짧은 
hop수로 연결되는 링크가 존재할 것 
 
검색대상 Sσ는 다음과 같이 만들어진다. 먼저, k개의 
질의어(query term)를 가지는 전체 질의집합 σ에서 각각 
1부터 k까지에 해당하는 단일 질의 σ1,…,σk에 대해 
t개의 가장 높은 관련성을 갖는 검색결과 페이지 집합을 
기존의 검색엔진을 통해서 구하고 이를 RootSet 
R1,…,Rk로 칭한다. 다시 이 RootSet은 서로간의 링크가 
존재할 때 까지 확장을 하며, 확장 횟수를 hop수 h로 
두고, 이 확장된 페이지 집합을 BaseSet B1,…,Bk로 둔다. 
이때 링크의 방향성(inbound, outbound)은 무시한다. 
전체 BaseSet에 속하는 페이지들을 종류별로 
나눠보면 다음과 같다. 
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종류  ① :단일 질의 σ1~ σk에대해 연관되어 검색된 
페이지(RootSet)  
종류  ② :RootSet으로부터 임의의 hop수의 링크로 
연결되는 확장된 페이지(BaseSet)  
종류  ③ : 종류②에 속하며, 둘 이상의 BaseSet간에 
중복하여 존재하는 페이지 
종류  ④ : 종류②에 속하며, 종류①과 종류③ 페이지를 
링크로 연결해주는 중간 페이지  
종류⑤ : 종류②중에서 종류 ,③  ④에 포함 되지 않은 
페이지  
 
그림2는 이러한 5개 종류로 이루어지는 검색대상 
Sσ를 예시하고 있다. 그림2의 예에서는 t=3 즉, 
3페이지로 구성된 RootSet과 h=2 즉, RootSet을 2번 
확장하여 만들어지는 BaseSet, 그리고 알고리즘의 
결과로서 나타나게 되는, 질의에 대한 결과인 웹 











[그림 2] 검색 대상집합 Sσ의 생성 
 
전체 알고리즘은 크게 네 부분으로 이뤄진다. 첫번째 
부분은 단일 질의 σ1~ σk에 대한 k개의 RootSet을 만드는 




[그림 3] RICH-SEARCH 알고리즘 
두번째 부분은 k개의 개별 RootSet들간에 짧은 링크 
관계가 존재하는지를 탐색하기 위해 RootSet을 
BaseSet으로 확장하고 BaseSet들간의 중복 페이지를 
찾는 과정이다(부록 MINIMUM-EXPAND의 1~13행). 세번째 
부분은 해당 시점까지 만들어진 BaseSet에 저장된 노드 
배열과 링크(행렬)구조로부터 최종적인 해답으로 도출될 
웹 페이지들과 이들간의 링크 관계를 담고 있는 인접 
행렬(adjacency matrix)을 도출하는 과정이다(부록 
MINIMUM-EXPAND의 14~23행). 마지막으로 네번째 부분은 
구해진 다수의 웹페이지 집합구조(그래프)로부터 해당 
구조의 중요도에 대한 측정에 관련된 부분이다(부록 
CENTROID-ESTIMATE). 
전체 알고리즘 RICH-SEARCH는 그림3과 같다.  
그림4는 그림2와 같은 개별 RootSet의 일부가 
주어졌다고 할 때 전체 알고리즘의 두번째 단계에서 
이루어지는 BaseSet의 확장 및 관련 웹페이지 URL의 
저장 배열과 인접행렬의 생성 과정을 보여준다(부록 
MINIMUM-EXPAND의 1~13행). 
먼저 질의 σi, σj 대한 검색엔진의 결과로 RootSet Ri, 
Rj가 생성된다. 그림4에서는 i=1, j=i+1이며, 이후 i=k-
1까지 반복 수행된다.  
BaseSet Bi와 Bj의 초기값은 Bi는 RootSet Ri의 1개 
페이지, Bj는 Rj가 그대로 할당된다. 또한 관련 저장구조 
NodeURL 배열에 Bi와 Bj간에 중복되는 페이지가 
존재하지 않으면 각각 Bi와 Bj를 1hop씩 확장하면서 
중복페이지의 존재 유무를 검사하고 이 과정은 
중복페이지가 생성될 때까지 이루어 진다. 그림4에서는 
2hop 확장에서 공통 페이지 E의 존재를 확인하는 
과정을 보여준다. 이러한 과정은 알고리즘의 두번째 
과정을 거쳐 생성되는 현단계까지의 해(A-C-E-h-b)를 
다음번 Ri로 두고 i=k-1까지 반복 수행된다. 
 
정의 1. 인접행렬(Adjacency Matrix) 
0과 1을 요소로 갖는 n×n의 대칭행렬인 (n은 웹 













  ....(1) 
 
정의 2. 확장인접행렬(Adjacency Matrix Expansion) 
















  ,   ..............(2) 
단, Ai-1은 현 단계 이전의 인접행렬, 
E 는 해당 확장 단계에 포함되는 웹페이지와 이전 단계 
까지 포함된 웹페이지간의 인접행렬, 
0은 0행렬.  
RICH-SEARCH (σ, t) 
▷ Main search algorithm which input is array σ consisting of 
query terms 
1   Graph[] ← [NodeURL[],NodeWeight[], Edge[]]    
2         ▷ Storage structure of a Graph 
3   for i ← 1 to |σ| 
4 do R[i,1..t]← CUSTOM-SEARCH (σ[i]) 
5     ▷ for each query term, retrieve top t relevant  
pages using custom search engine like 
Google. 
6   for i ← 1 to t 
7 do Graph[i] ← MINIMUM-EXPAND(R[1,i]) 
8     ▷ for each seed page i in R[1,1..t], retrieve  
minimally expanded network i. 
9   for i ← 1 to t 
10 do quality[i] ← CENTROID-ESTIMATE (Graph[i], µ) 
11  return maximum[quality[1]..quality[t]] 
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[그림 5] 최종 웹페이지와 관련 인접행렬의 도출 
 
그림5는 알고리즘이 공통페이지를 찾을 때까지 
확장된 BaseSet Bi, Bj의 인접행렬로부터 질의에 대한 
해답으로 도출할 웹페이지와 그들간의 링크관계를 
나타낼 인접행렬을 도출하는 과정을 보여준다. 그림 
4에서의 예에서는 A-C-E-h-b의 웹페이지 및 이들의 링크 
관계 이다. 
공통 페이지 E를 찾을 때까지 확장된 인접행렬 Bi, 
Bj의 최우측열 요소는 E가 된다(그림 4의 최하단 
테이블). 먼저 Bi 행렬로부터 최우측 열의 첫번째 
행에서부터 1 요소를 찾을 때까지 행의 수를 증가시켜 
가다가 1 요소를 만나면 해당 시점의 행의 수를 다음 
번의 컬럼의 수로 놓고 다시 1 행부터 1 요소를 만날 
때까지 행의 수를 반복시켜 가면서 1 요소를 찾아가고, 
이 과정을 반복하면 RootSet Ri에 속한 페이지들로부터 
웹페이지 E로 연결된 경로상의 웹페이지와 이들간의 
링크관계를 얻을 수 있다. 이 과정을 다시 Bj의 확장된 
인접행렬에 까지 반복하면 임의의 개별 질의 σi와 σj에 
대응하는 관련 페이지 및 이들간의 링크관계를 찾을 수 
있다. 
 
3. 관련 연구  
링크기반 분석은 특정 분야에서 핵심이 되는 
논문이나 저자, 저널 등을 찾기 위한 인용 분석(citation 
analysis)이 그 시초이다. 여기에서는 저자나 저널 등의 
객관적이고 정량적인 중요도를 측정하기 위해서 피인용 
횟수를 기본적으로 사용한다. 이러한 중요도 중에 가장 
잘 알려진 것이 Garfield[7]의 impact factor이다[5]. 
인용분석에서의 ‘피인용’은 웹환경에서는 웹페이지 
간의 ‘링크’로 대비해 볼 수 있으며, 링크기반 분석은 
이러한 링크 정보를 활용하여 이루어진다. 본 
연구에서는 결과희소성 문제를 해결하는데 링크기반 
분석을 활용하였고, 링크기반 분석은 이외에 기존의 
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VSM 기반 검색에서 겪을 수 있는 결과폭증문제 [1,4]나 
유사성질의 문제[1]를 해결하는데에도 활용될 수 있다. 
한편, 현재 이루어지고 있는 웹 검색의 질의와 그에 
대한 결과는 각각 질의의 키워드들과 다수의 관련 웹 
페이지 집합이다. 쿼리가 제한하는 검색범위가 
좁아질수록 즉, 쿼리를 구성하는 문자열의 길이가 
길어질수록 (쿼리가 구체성질의에 가까워질수록), 단일 
웹페이지가 해당 단어들을 포함하는 경우는 기하 
급수적으로 줄어 들것이며 따라서, 전통적인 검색 
엔진의 검색 메커니즘으로는 결과희소성 문제를 피할 
수가 없게 된다.  
구체성질의 문제에 관련된 연구로 질의확장(Query 
expansion)[8]이 있다. 질의확장은 pseudo-relevance 
feedback 등의 방법으로 짧게 입력된 질의를 사용자의 
개입 없이 자동으로 확장함으로써 검색의 질을 높이기 
위한 방법이다. 그러나 이러한 질의확장 방법 역시 
결과희소성 문제를 근본적으로 해결하지는 못하며 다중 
하부주제 질의 문제에도 효과적으로 대응하기는 힘들다. 
 
4. 결 론 
본 연구에서는 기존 검색엔진의 문제점, 즉, 모든 
질의 키워드를 포함한 웹 페이지의 검색이라는 단점을 
해결하기 위한 방안을 제시하였다. 이를 위해 본 
연구에서는 개별 질의 키워드의 검색결과들 간의 링크 
관계를 탐색하는 알고리즘을 제시하였고 알고리즘으로 
도출되는 네트웍들간의 순위 측정을 위한 척도를 
제안하였다. 본 연구에서 제시한 방법의 공헌은 다음과 
같다. 검색 질의가 길어지거나, 검색 질의의 popularity가 
떨어질 때(일부 특정 도메인에만 국한된 질의 단어의 
경우) 혹은 사용자가 연결된 다중의 페이지를 결과로 
원하는 경우에 야기되는 결과희소성 문제에 효과적인 
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1   do B1[1] ← R[1,i] 
2     ▷ Also, update NodeURL_B1, NodeWeight_B1, Edge_B1 with R[1,i] 
3   for j ← 1 to t 
4 do B2[j] ← R[2,j]  
5    ▷ construction of two Base set for expansion 
6          ▷ Also, update NodeURL_B2, NodeWeight_B2, Edge_B2 with R[2,j] 
7   for k ← 1 to |σ|-1 
8 do index ← 0 
9          Alternatively expand B1 and B2 at 1 hop until B1∩B2 ≠ NIL 
10       ▷ Also, update NodeURL_B1, NodeWeight_B1, Edge_B1 with B1 
11       ▷ Also, update NodeURL_B2, NodeWeight_B2, Edge_B2 with B2 
12    TempNode ← B1∩B2 
13         Graph[k] ← Graph[k] + [URL of TempNode, Weight of TempNode, 1] 
14         column ← TempNode index at NodeURL_B1, size ← length[NodeURL_B1] 
15         for row ← 1 to size 
16       do if Edge_B1[row,column] = 1 
17           then Graph[k] ← Graph[k] + [NodeURL_B1[row], NodeWeight_B1[row],1] 
18         column ← row, size ← column, index ← index+1 
19         column ← TempNode index at NodeURL_B2, size ← length[NodeURL_B2] 
20         for row ← 1 to size 
21        do if Edge_B2[row,column] = 1 
22           then Graph[k,index] ← Graph[k] + [NodeURL_B2[row], NodeWeight_B2[row],1] 
23         column ← row, size ← column, index ← index+1 
24         for j ← 1 to |Graph[k]. NodeURL[j]| 
25        do B1[j] ← Graph[k].NodeURL[j] 
26               ▷ Also, update NodeURL_B1, NodeWeight_B1, Edge_B1 with Graph 
27         for j ← 1 to t 
28        do B2[j] ← R[k+2,j] 
29               ▷ Also, update NodeURL_B2, NodeWeight_B2, Edge_B2 with R[k+2,j] 
30   return Graph[] 
 
CENTROID-ESTIMATE (Graph[i], µ) 
1   do difference ← 999, CurStep ← 0 
2   while difference > threshold 
3 do CurStep ← CurStep + 1 
4 for each node j in Graph[i] 
5     for all the other nodes k (≠j) 
6         do Graph[i].NodeWeight[j] ← Graph[i].NodeWeight[j] + Influence(k, j, µ) 
7    ▷influence(k, j, µ) is calculated using Equation (4) 
8     do TotalWeight[i] ← TotalWeight[i] + Graph[i].NodeWeight[j] 
9 do difference ← 0, PrevStep ← CurStep 
10 for each node j in Graph[i] 
11     do Graph[i].NodeWeight[j] ← Graph[i].NodeWeight[j] / TotalWeight[i] 
12 for each node j in Graph[i] 
13     do difference ← difference + difference of Graph[i].NodeURL[j] between PreStep and CurStep 
14   return maximum[NodeURL[i]] 
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