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1 Johdanto 
 
 
Suomalainen peliala on ollut viime vuosina usein esillä julkisissa keskusteluissa eri 
medioissa. Keskusteluissa on käsitelty alan yleistä kasvua ja monien suomalaisten 
pelialan yritysten menestystä sekä kasvun edellyttämien osaavien tekijöiden puutetta. 
Erilaiset tietokonepelit ja myös niiden pelaaminen ovat kiinnostaneet minua pitkään 
jopa niin paljon, että ne ovat muodostuneet yhdeksi pitkäaikaisimmista harrastuksistani. 
Kiinnostukseni pelikehitykseen heräsi opiskelun aikana erilaisten ohjelmointikurssien 
sekä työharjoittelujakson myötä. Näiden kahden, harrastuksen ja opiskeltujen asioiden 
yhdistäminen, olikin tämän opinnäytetyön aiheen valinnan taustalla.  
 
Pelin aiheeksi valittiin yhteisellä päätöksellä tower defence. Tower defence -pelit ovat 
reaaliaikaisten strategiapelien genre, jossa on tarkoituksena pysäyttää vihollisen 
eteneminen pystyttämällä sen reitille erilaisia vihollisia tuhoavia liikkumattomia torneja 
(Rutkoff 2007). Alusta alkaen oli selvää, että pelin malliksi otetaan jokin jo olemassa 
oleva toteutus, jota lähdetään mukailemaan. Tähän ratkaisuun päädyttiin siksi, että 
täysin uuden idean keksimiseen ja toteutukseen olisi todennäköisesti mennyt aivan liian 
paljon aikaa. Opinnäytetyöni tavoite oli tutustua pelikehitysprosessin eri vaiheisiin ja 
tarkastella prosessin osa-alueisiin liittyviä haasteita sekä käytettäviä työkaluja. Näihin 
asioihin tutustuminen tapahtui opinnäytetyössä toteutetun todellisen 
pelikehitysprojektin kautta. Toteutimme pelikehitysprojektin yhdessä Toni Paavolan 
kanssa. Toni ei kuitenkaan osallistunut kehitysvaiheiden tutkimiseen, vaan hänen oma 
osuutensa keskittyi valittujen työkalujen yksityiskohtaiseen tarkasteluun. 
 
Pelikehitysprojektin tavoitteena oli luoda toimiva mobiilipeli IT-palveluyritys Googlen 
julkaisemalle Android-käyttöjärjestelmälle. Android on Googlen ja sen 
yhteistyökumppanien julkaisema käyttöjärjestelmä älypuhelimille ja mobiililaitteille 
(Androidsuomi 2012).  Pelin mahdollinen julkaisu Googlen omistamassa Google Play 
-sisältöpalvelussa jätettiin harkittavaksi, jos lopputulos miellyttäisi kaikkia projektin 
osapuolia. Projektin jälkeinen jatkokehitys on myös mahdollista, mikäli lopputuloksessa 
on siihen tarpeeksi potentiaalia. 
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Ohjelmointikokemukseni on karttunut opiskelun myötä suorittamillani kursseilla sekä 
jonkin verran käytännön työelämässä. Opinnäytetyön osatavoitteena oli myös kartuttaa 
ohjelmointikokemusta peliohjelmointiin liittyen. Lisäksi tavoitteena oli kasvattaa 
tietotaitojani projektityöskentelyssä ja ohjelmoinnissa yleisesti sekä kehittyä 
valitsemiemme työkalujen käytössä. Osa työkaluista oli minulle jo ennestään tuttuja ja 
niiden käyttökokemuksesta on varmasti hyötyä tulevissa työtehtävissäni, liittyivätpä ne 
sitten pelien tai muiden sovellusten ohjelmoimiseen. 
 
Nykyaikainen pelikehitysprojekti on hyvin monipuolinen työprosessi. Sen toteutukseen 
kuuluvat muun muassa kokonaisuuden ja mahdollisen tarinan suunnittelu, grafiikka, 
ohjelmointi, äänet sekä erilaisten tapahtumien ja niihin liittyvän dialogin luominen. 
Opinnäytetyössä keskitytään tarkastelemaan ohjelmointiprosessia ja siihen liittyviä 
tehtäviä. Muita aiemmin mainitsemiani aihealueita käyn läpi pintapuolisemmin. 
 
Opinnäytetyöni toisessa luvussa selvitän Android-käyttöjärjestelmän pääpiirteitä. 
Selvityksessä valotetaan myös Android-käyttöjärjestestelmään kiinteästi kuuluvia 
oheispalveluita. Kolmannessa luvussa siirrytään pelin toteutukseen. Ensiksi arvioidaan 
tarjolla olevien vaihtoehtoisten pelimoottoreiden ominaisuuksia sekä niiden 
soveltuvuutta pelin toteutukseen, minkä jälkeen esitellään toteutukseen valittuja 
työkaluja. 
 
Tämän jälkeen esitellään toteutukseen valittuja työkaluja ja ohjelmistoja sekä käydään 
läpi ohjelmointiprosessin kulkua. Opinnäytetyön viimeiseen lukuun on koottu 
pohdintoja toteutetun pelikehitysprojektin sisällöstä ja lopputuloksesta. Lisäksi 
tarkastellaan projektissa käytettyjä menetelmiä. Aivan lopuksi esitellään mahdolliset 
jatkokehitysideat ja yhteenveto ajatuksistani oman oppimisprosessini kannalta. 
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2 Android-käyttöjärjestelmä 
 
 
Android on Googlen ja sen yhteistyökumppanien julkaisema käyttöjärjestelmä 
älypuhelimille ja mobiililaitteille. Käyttöjärjestelmän pohjana toimii IT-palveluyritys 
Googlen mobiilikäyttöön muokkaama Linux-käyttöjärjestelmä, jossa sovellukset 
toimivat Javaan perustuvan Dalvik-virtuaalikoneen päällä. Android-älypuhelin on 
vahvasti riippuvainen Googlen palveluista ja tarvitsee toimiakseen oman käyttäjätilin 
Googlen palveluihin. Lähtökohtaisesti ohjelman kehitykseen käytetään Java-
ohjelmointikieltä, mutta kehitys onnistuu myös muilla kielillä erilaisten työkalujen 
avulla. Esimerkiksi C- tai C++-ohjelmointikielellä kehitettyjen kirjastojen 
hyödyntäminen onnistuu Android NDK:n avulla. (Androidsuomi 2012.) 
 
 
Kuva 1. Android-versio 4.0.4 Sony Ericsson Xperia Mini Pro -puhelimessa. 
 
Android on avoimen lähdekoodin alusta ja alustalle kehittäminen on ilmaista. Myös 
käyttäminen on maksutonta riippuen käytetyistä työkaluista ja ohjelmista. Android-
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puhelimia kehittävät useimmat suuret matkapuhelinvalmistajat, kuten HTC, LG, 
Samsung, Motorola ja Sony. Lisäksi  muutamat keskisuuret ja pienetkin yritykset 
valmistavat Android-puhelimia. Kaikki Android-puhelimet ovat pohjimmiltaan 
älypuhelimia ja niitä voidaan käyttää Internetin selaamiseen, sosiaalisen median 
sovelluksiin, kuvien ja videoiden katseluun sekä musiikin toistamiseen. (Androidsuomi 
2012.) 
 
Android-käyttöjärjestelmästä on olemassa useita eri versioita, joiden päälle useimmat 
valmistajat ovat rakentaneet oman käyttöliittymänsä. Näiden käyttöliittymien avulla 
kukin valmistaja mahdollistaa haluamansa lisäpalvelut. Uudet versiot käyttöliittymistä 
sisältävät yleensä täysin uusia ominaisuuksia, erilaisia parannuksia sekä erilaisia 
korjauksia. Vanhat laitteet eivät kuitenkaan aina ole päivitettävissä uuteen versioon 
erilaisten laitteistoon liittyvien yhteensopivuusongelmien tai muiden vaatimusten 
vuoksi. Tämän vuoksi käytössä olevien Android-laitteiden versiot saattavat vaihdella 
huomattavasti. Taulukossa 1 on esitetty eri Android-versioiden versionumerot ja 
kutsumanimet. 
 
Taulukko 1. Android-versiot ja niiden kutsumanimet (Android Developers 2013a). 
Versio Kutsumanimi 
1.0 - 
1.1 - 
1.5 Cupcake 
1.6 Donut 
2.0 – 2.1 Eclair 
2.2 – 2.2.3 Froyo 
2.3 – 2.3.7 Gingerbread 
3.0 – 3.2 Honeycomb 
4.0 – 4.0.4 Ice Cream Sandwich 
4.1 – 4.2.2 Jelly Bean 
 
 
Erilaisten käytössä olevien Android-laitteiden ja käyttöjärjestelmäversioiden suuri 
määrä aiheuttaa sen, että kehitettäessä sovelluksia Android-alustalle on sitä täysin 
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mahdotonta testata kaikilla mahdollisilla laitteilla. Pelkästään Google Play 
-sovelluskaupassa on listattuna yli 1000 laitetta, joilla sovelluskauppaa voi käyttää. 
Testaamisessa täytyy tyytyä lähinnä hankkimaan suosituimpia laitteita, ja ottaa 
käyttäjiltä tuleva palaute huomioon jälkikäteen julkaistavissa päivityksissä. 
(Miechowski 2013.) 
 
 
2.1 Androidin historiaa 
 
Ensimmäiset Android-käyttöjärjestelmällä varustetut puhelimet myytiin syyskuussa 
2009, minkä niiden markkinaosuus on kasvanut hyvin nopeasti. Markkinatutkimusyhtiö 
IDC:n 1.11.2012 julkaiseman tutkimuksen mukaan Android-puhelinten markkinaosuus 
oli vuoden 2012 kolmannella neljänneksellä 75 % koko maailmassa myydyistä 
älypuhelimista. Tämän arvion mukaan laitteita olisi maailmanlaajuisesti 136 miljoonaa 
kappaletta. Vuotta aikaisemmin Android-puhelinten osuus koko maailmassa myydyistä 
puhelimista oli vain 57,5 %. Taulukossa 2 tarkastellaan muiden käyttöjärjestelmien 
markkinaosuuksien muutoksia verrattuna Androidiin. (IDC 2012.) 
 
Taulukko 2. Android-puhelinten osuus myydyistä älypuhelimista (IDC 2012). 
Käyttöjärjestelmä 3Q2012 
Toimitus-
määrät 
3Q12 
Markkina-
osuus 
3Q11 
Toimitus-
määrät 
3Q11 
Markkina-
osuus 
Vuosittainen 
vaihtelu 
Android 136.0 75 % 71.0 57.5 % 91.5 % 
iOS 26.9 14.9 % 17.1 13.8 % 57.3 % 
BlackBerry 7.7 4.3 % 11.8 9,5 % -34.7 % 
Symbian 4.1 2.3 % 18.1 14.6 % -77.3 % 
Windows Phone 7 
/ Windows Mobile 
3.6 2.0 % 1.5 1.2 % 140 % 
Linux 2.8 1.5 % 4.1 3.3 % -31.7 % 
Muut 0.0 0.0 % 0.1 0.1 % -100 % 
      
Yhteensä 181.1 100 % 123.7 100 % 46.4 % 
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2.2 Google Play 
 
Sovelluskauppa Google Play tunnettiin aiemmin Android Marketina, joka avattiin alun 
perin lokakuussa 2008. Maaliskuussa 2012 Google nimesi kuitenkin sovelluskauppansa 
Google Playksi. Nimenmuutoksen yhteydessä uusiksi sisältölajeiksi lisättiin musiikki, 
kirjat ja elokuvat. (Liedtke 2012.) 
  
Sovelluskauppa Google Play on siis Googlen kehittämä verkkokauppa musiikin, 
elokuvien, kirjojen sekä Anrdoid-ohjelmistojen ja -pelien jakamiseen. Android-
käyttöjärjestelmällisten laitteiden sovellukset asennetaan ja päivitetään pääasiassa 
Google Playn avulla, joka on lähes poikkeuksetta esiasennettuna laitteisiin. Google 
Playn käyttö vaatii Google-tilin rekisteröimistä ja liittämistä mobiililaitteeseen. 
 
 
Kuva 2. Google Play -sovelluskauppa Sony Ericsson Xperia Mini Pro -puhelimessa. 
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Tammikuussa 2013 sovelluskauppa Google Play saavutti 800 000 ladattavan 
sovelluksen rajan ja meni samalla ohi Applen kilpailevasta sovelluskaupasta 
AppStoresta, jossa samaan aikaan oli tarjolla vain 750 000 ladattavaa sovellusta. 
Odotettavissa on, että kesäkuussa 2013 ladattavien sovellusten raja rikkoisi miljoonan 
kappaleen rajan. Taulukosta 3 nähdään vertailu sovelluskauppojen ladattavien 
sovellusten määrästä tammikuussa 2013. (Rssphone 2013.) 
 
Taulukko 3. Sovelluskauppojen ladattavien sovellusten määrä (Rssphone 2013). 
Sovelluskauppa Ladattavien sovellusten lukumäärä 
Google Play 800 000 kappaletta 
Apple App Store 750 000 kappaletta 
Windows Phone Store 150 000 kappaletta 
 
Sovellusten julkaisua varten sovelluskehittäjät tarvitsevat Google Play 
-kehittäjäprofiilin. Kirjoitushetkellä tämän profiilin luominen maksaa 25 dollaria 
rekisteröinnin yhteydessä. Rekisteröityminen on kertaluontoinen ja elinikäinen. 
(Android Developers 2013b.)  
 
Ohjelmistokehittäjät saavat 70 % julkaistun ohjelmiston hinnasta ja loput 30 % jaetaan 
jakelijan ja maksun käsittelijän kesken. Sovelluksista ansaittu tuotto maksetaan 
kehittäjille Google Checkout Merchant -tileille tai vaihtoehtoisesti joissain maissa 
Google ADSensen kautta. (Google Support 2012.) 
 
 
3 Ohjelmistotuotanto 
 
 
Ohjelmistotuotanto tarkoittaa ohjelmistotyötä, jossa tuotetaan tietokoneohjelmia tai 
erilaisia ohjelmistokokonaisuuksia. Tämän prosessin tuloksena syntyy usein järjestelmä, 
joka täyttää järjestelmän loppukäyttäjän kohtuulliset toiveet ja odotukset. Järjestelmän 
tulee valmistua ennalta määriteltyjen aikataulujen ja kustannusten puitteissa. 
Ohjelmistotuotanto on siis käytännössä kaikkea, mikä tähtää tietokoneohjelmien tai 
ohjelmistojen valmistukseen. (Haikala & Märijärvi 1998, 4.). Tässä luvussa käsitellään 
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niitä ohjelmistotuotannon menetelmiä, joita hyödynsimme opinnäytetyöprosessin 
aikana. Myöhemmin luvussa 4.7 tarkastellaan tarkemmin tässä luvussa esiteltyjen 
menetelmien soveltuvuutta opinnäytetyön aikana toteutettuun peliprojektiin. 
 
Ohjelmiston elinkaarella tarkoitetaan aikaa sen kehityksen aloittamisesta aina käytöstä 
poistoon asti. Tämä on usein pitkä ja mutkikas prosessi, minkä vuoksi se usein jaetaan 
erilaisiin vaiheisiin. Seuraavaan vaiheeseen edetään sen jälkeen, kun edellinen osa on 
saatu valmiiksi. Tätä tapaa kutsutaan vaihejakomalliksi. (Haikala & Märijärvi 1998, 24–
25.) 
 
 
3.1 Vesiputousmalli 
 
Vesiputousmalli on yksi tavallisimmista ja perinteisimmistä vaihejakomalleista. 
Vaihejakomallilla tarkoitetaan tapaa, jolla ohjelmiston kehitystyö tai vaihtoehtoisesti 
koko elinkaari jaetaan vaiheisiin. Vesiputousmallista esiintyy usein erilaisia 
muunnelmia, mutta yleisimmin siihen sisältyvät vaiheet ovat esitutkimus, määrittely, 
suunnittelu, toteutus sekä integrointi ja testaus. (Haikala & Märijärvi 1998, 24–25.)  
 
 
Kuva 3. Esimerkki vesiputousmallista (Haikala & Märijärvi 1998, 24). 
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Esitutkimusvaiheessa selvitetään yleiset järjestelmätason vaatimukset. Esitutkimus 
vastaakin usein kysymykseen, miksi ohjelmisto tulisi tehdä tai miksi sitä ei kannata 
tehdä. Esitutkimusvaiheessa on tärkeää selvittää asiakkaan tai loppukäyttäjän todelliset 
tarpeet, ja ne on ymmärrettävä perusteellisesti. Ilman näiden seikkojen perinpohjaista 
ymmärrystä on vaikea päästä kaikkia tyydyttävään lopputulokseen. (Haikala & 
Märijärvi 1998, 25.) 
 
Määrittelyvaiheessa esitutkimusvaiheen asiakasvaatimukset analysoidaan ja niistä 
johdetaan ohjelmistovaatimukset. Määrittelyn tuloksena syntynyttä dokumenttia 
sanotaan toiminnalliseksi määrittelyksi. Toiminnallisessa määrittelyssä kuvataan 
ohjelmiston toiminnot, vaatimukset ja rajoitukset. Määrittelyvaihe vaatii erityistä 
tarkkuutta, sillä projektin päätyttyä lopputuotetta verrataan tähän dokumenttiin. Sekä 
dokumentin että lopputuotteen tulisi sisältää samat ominaisuudet. (Haikala & Märijärvi 
1998, 26–27.) 
 
Suunnitteluvaiheessa suunnitellaan määrittelyssä kuvattujen toimintojen toteutus. 
Suunnittelu toteutetaan usein kahdessa tai useammassa vaiheessa. Ensin ohjelmisto 
jaetaan mahdollisimman itsenäisiin ja toisistaan riippumattomiin osiin, moduuleihin. 
Tätä vaihetta kutsutaan arkkitehtuurisuunnitteluksi. Arkkitehtuurisuunnittelun jälkeen 
moduulien sisäinen rakenne suunnitellaan erikseen. (Haikala & Märijärvi 1998, 28.) 
 
Ohjelmointivaiheessa kirjoitetaan ohjelmakoodi tehtyjen suunnitelmien mukaan. 
Ohjelmointivaihe kestää siihen asti, kun saadaan valmiiksi suunnitellut ominaisuudet 
sisältävä kokonaisuus. (Haikala & Märijärvi 1998, 28.) 
 
Testausvaiheen tarkoituksena on löytää ohjelmistoon mahdollisesti jääneitä virheitä. 
Tämä vaihe sisältää ainakin yksittäisten moduulien testauksen, integrointitestauksen 
sekä järjestelmätestauksen. (Haikala & Märijärvi 1998, 28.) 
 
Näiden vaiheiden jälkeen on vuorossa ohjelmiston käyttöönotto ja ylläpito. Tämä vaihe 
sisältää usein virheiden korjaamista, ohjelman muuttamista vaatimusten muuttuessa 
sekä mahdollisten lisäominaisuuksien tuottamista. (Haikala & Märijärvi 1998, 28–29.) 
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Vesiputousmallin suurin vaikeus on usein kokonaisuuden suunnittelu kerralla kuntoon. 
Usein tuotantoprosessi onkin iteratiivinen, eli erityisesti suunnittelua ja toteutusta 
tehdään useissa toistuvissa pienemmissä osissa. Tämän seurauksena kokonaisuus kasvaa 
ja kehittyy kohti valmista tuotetta. 
 
Vesiputousmallin vahvuuksiksi luetaan sen helppo käytettävyys, ymmärrettävyys ja 
hallinta. Hallinnan helppous johtuu mallin jäykkyydestä, sillä jokaisella vaiheella on 
selkeä aloitus- ja lopetuspiste ja seuraavaan vaiheeseen voidaan siirtyä vasta edellisen 
vaiheen päätyttyä. Vesiputousmallin sanotaan sopivan erityisen hyvin pienille 
projekteille, joissa vaatimukset ovat hyvin selvät eivätkä tule muuttumaan projektin 
aikana. (Periyasamy 2013.) 
 
Vesiputousmallin heikkouksiksi luetaan taasen se, että projektin edettyä 
testausvaiheeseen on hyvin vaikea palata edellisiin vaiheisiin muuttamaan 
ominaisuuksia. Tällaiseen tilanteeseen voidaan joutua esimerkiksi silloin, kun 
vaatimukset muuttuvat aivan projektin loppupuolella. Vesiputousmallia ei 
suositellakaan pitkäaikaisille ja monimutkaisille projekteille, joissa muutosten riski on 
keskisuuri tai suuri. Tällaisissa projekteissa vesiputousmallin käyttö saattaa aiheuttaa 
projektille suurta epävarmuutta ja turhia riskejä. (Periyasamy 2013.) 
 
 
3.2 Ketterät menetelmät 
 
Ketterä kehitys on yläkäsite ryhmälle, joka sisältää erilaisia ohjelmistokehityksen 
menetelmiä. Vaikka jokaisella ketterällä menetelmällä onkin oma ainutlaatuinen 
lähestymistapansa ohjelmistokehitykseen, on niillä kaikilla kuitenkin yhteinen visio ja 
perusarvot, jotka löytyvät ketterän ohjelmistokehityksen julistuksesta. Niihin kaikkiin 
kuuluu jatkuva suunnittelu, kehitys, testaus ja integrointi. Yleisimpiä ketteriä 
ohjelmistokehitysmenetelmiä ovat Extreme Programming (XP), Scrum, Crystal, 
Dynamic Systems Development Method (DSDM), Lean Development ja Feature-
Driven Development (FDD). (Versionone 2013a.)  
 
Kaikki ketterät kehitysmenetelmät ovat projektin mukaan mukautuvia ja kevyitä 
menetelmiä verrattuna perinteiseen vesiputous-tyyliin. Tärkeimpänä ominaisuutena 
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ketterissä kehitysmenetelmissä on se, että ne rohkaisevat ihmisiä tekemään yhteistyötä 
sekä päättämään asioista yhdessä nopeasti ja tehokkaasti. (Versionone 2013a.) 
 
Vaikka monet ketteristä kehitysmenetelmistä ovat olleet olemassa jo jonkin aikaa, eivät 
monien ohjelmistoprojektien jäsenet hyödynnä niitä lainkaan. Lisäksi 
ohjelmistokehittäjät ovat hyvinkin eri mieltä siitä, kuinka paljon heille on hyötyä 
ketterien kehitysmenetelmien tarjoamista uusista kehitystavoista. Silti ketterien 
menetelmien syntymisen jälkeen on ollut havaittavissa, että näitä menetelmiä 
hyödyntävät projektit ovat usein korkeampilaatuisia ja valmistuvat lyhyemmässä ajassa. 
(Versionone 2013a.) 
 
 
3.2.1 Pariohjelmointi 
 
Pariohjelmointi on osa ketteriä kehitysmenetelmiä. Pariohjelmoinnissa kaksi 
ohjelmoijaa työskentelee saman ohjelmointitehtävän parissa. Ohjelmoijien roolit 
jakautuvat niin, että kumpikin vuorollaan suorittaa ohjelmointitehtävää toisen 
tarkkaillessa työtä. Myös tarkkailuroolissa oleva henkilö osallistuu ohjelmointiin 
kommentoimalla, opiskelemalla, kysymällä sekä esittämällä ehdotuksia ohjelmakoodiin 
liittyen. Tarkoitus on, että kumpikin ohjelmoija työskentelee melko lyhyen aikaa, minkä 
jälkeen rooleja vaihdetaan. Ohjelmoijat vaihtavat paikkaa esimerkiksi aina, kun jokin 
looginen ohjelmiston kokonaisuus saadaan valmiiksi. Pariohjelmoinnissa ohjelmoijat 
työskentelevät yleensä saman päätelaitteen ääressä, mutta se on mahdollista myös 
etätyöskentelynä erilaisten verkkokokoustyökalujen avulla. Tällöin ohjelmoijien ei 
välttämättä tarvitse olla maantieteellisesti samassa paikassa. (Versionone 2013b.) 
 
Teoriassa pariohjelmoinnin roolit jakautuvat myös niin, että ohjelmointivuorossa oleva 
keskittyy enemmän sillä hetkellä työn alla olevan ohjelmakoodin toimintaan. 
Tarkkailuvuorossa oleva henkilö taasen keskittyy enemmän laajempaan kokonaisuuteen 
ohjelmakoodin laadun ja suunnittelun osalta. Pariohjelmoinnin taustalla olevan teorian 
mukaan tämä vaikuttaa myönteisesti tuotteen suunnitteluun, vähentää 
ohjelmistovirheiden määrää sekä auttaa tietojen tai taitojen jakamisessa 
ohjelmistoprojektin kanssa työskentelevien keskuudessa. (Versionone 2013b.) 
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Erilaiset tutkimustulokset osoittavat, että lyhyellä aikavälillä pariohjelmointi vaikuttaa 
negatiivisesti työntekijöiden tuottavuuteen. Tuotettu ohjelmakoodi on kuitenkin usein 
niin paljon parempaa verrattuna yksilötyöhön, että tuottavuuden on katsottu kuitenkin 
nousevan pidemmällä aikavälillä. Pariohjelmointi ei kuitenkaan ole sopiva 
työskentelymuoto jokaiseen tilanteeseen, mutta siitä voi olla erityistä hyötyä 
tietynlaisissa tilanteissa. Tällaisia tilanteita ovat esimerkiksi uuden työntekijän 
mentorointi, erityisen suuria riskejä sisältävät ohjemointitehtävät, uuden ennalta 
tuntemattoman projektin aloitus ja suunnittelu sekä uusien teknologioiden käyttöönotto. 
Pariohjelmointi ei myöskään sovellu kaikille. Työntekijän tulisi pienen kokeilun jälkeen 
pystyä itse päättämään, haluaako hän jatkaa parin kanssa vai onnistuuko työskentely 
paremmin itsenäisesti. (Versionone 2013b.)  
 
 
4 Tower Defence 
 
 
Tower Defence on yhteistyössä Toni Paavolan kanssa toteuttamani perinteinen tower 
defence -peli. Tässä luvussa käydään läpi Tower Defence -pelin mekaniikoita ja 
toteutusta Android-alustalle ohjelmoinnin, työkalujen ja suunnittelun osalta.  
 
 
4.1 Pelin suunnittelu ja aihe 
 
Toteutettavan pelin aihetta mietittäessä oli alusta alkaen selvää, että kokonaan uuden 
pelin ideointi ja luominen ei olisi käytettävissä olevilla resursseilla mahdollista, koska 
juonen ja muiden yksityiskohtien suunnitteluun olisi joutunut käyttämään paljon aikaa. 
Tavoitteena oli näin ollen tehdä jo olemassa olevasta ideasta uusi versio. Koska 
kyseessä oli meille molemmille ensimmäinen itsenäinen pelikehitysprojekti, yksi 
tärkeimmistä kriteereistä oli mahdollisuus toteuttaa aihe kaksiulotteisena. 
Ideointivaiheessa parhaimmiksi lukeutuivat avaruusaiheinen lentopeli, maastopyöräpeli 
sekä perinteinen tower defence -peli. 
 
Vaikka Googlen Play-kaupassa onkin tarjolla paljon erilaisia tower defence -pelejä jo 
ennestään, päädyimme siihen silti, koska kyseisen genren pelit olivat molemmille 
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ennestään tuttuja. Koimme myös, että tower defence -pelillä olisi parhaat 
räätälöintimahdollisuudet, kuten esimerkiksi uusien tasojen tuottaminen vaihtamalla 
grafiikoita vanhaan pohjaan tai muuntamalla kentän mallia. Lisäksi valintaan vaikutti 
se, ettei kyseisen aihealueen peliin tarvinnut lähteä toteuttamaan esimerkiksi ruudun 
sivuttaista liikkumista, koska tasot kuvataan suoraan yläpuolelta. Näiden toimintojen 
toteuttamiseen olisi kulunut paljon ylimääräistä aikaa, eivätkä ne olleet lyhyen 
tutkimuksen perusteella helpoimmasta päästä toteuttaa. 
 
Tower defence -pelit ovat reaaliaikaisten strategiapelien genre, jossa on tarkoituksena 
pysäyttää vihollisen eteneminen pystyttämällä sen reitille erilaisia vihollisia tuhoavia 
liikkumattomia torneja. Tornit voivat olla pelin aiheesta riippuen erilaisia 
asejärjestelmiä, tykkitorneja tai muita vastaavia yksiköitä. Tornien hyökkäykset 
vaihtelevat usein niiden typpien mukaan, minkä vuoksi niiden huolellinen asemointi on 
erittäin tärkeää. Tornien toiminta on usein automaattista, jolloin pelaajan vastuulle jää 
niiden asemointi vihollisen reitin varrelle sekä mahdolliset ylläpito- ja päivitystoimet. 
Pelin kulku jakautuu usein tasoihin, jotka vaikeutuvat loppua kohden. Pelaaja palkitaan 
esimerkiksi jokaisesta tuhotusta vihollisyksiköstä tai tason läpäisystä pääomalla, jolla 
on mahdollista rakentaa uusia torneja tai päivittää vanhoja. Voittaakseen pelissä 
pelaajan täytyy läpäistä tietty määrä tasoja. Tasojen määrä on puolestaan usein 
riippuvainen pelin vaikeusasteesta. (Rutkoff 2007.) 
 
Ensimmäisiä tower defence -pelejä on vuonna 1990 peliyritys Atarin julkaisema 
Rampart, jossa pelaajan täytyy puolustaa linnojaan ampumalla niitä vastaan hyökkääviä 
joukkoja ja korjata samalla hyökkääjien aiheuttamia vahinkoja. Tämän linnoja ja 
tykkejä sisältävän alueen ylläpito on olennaisen tärkeää voiton kannalta. Peli on ohi, 
mikäli alue tuhotaan. Hyökkäys- ja korjausvuorojen välisen vuorottelun ansiosta peli oli 
ensimmäinen laatuaan ja sisälsi paljon strategiaa, koska jokaiselle vuorolle oli asetettu 
aikaraja. Tower defence -pelit tulivat kuitenkin laajemmin tunnetuksi vuosia 
myöhemmin suosittujen reaaliaikaisten strategiapelien karttoina. Näitä pelejä olivat 
esimerkiksi Starcraft, Age of Empires II ja Warcraft II Frozen Throne. (Mitchell 2008.) 
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4.2 Grafiikka 
 
Pelin graafinen ilme voi vaihdella hyvinkin suuresti riippuen sen tyylistä ja alustasta. 
Graafinen tyyli vaihtelee realistisista näyttävistä grafiikoista aina minimalistisiin 
pelkistettyihin toteutuksiin. Minimalistiset grafiikat varsinkin mobiilipeleissä saattavat 
olla tietoinen valinta, sillä näyttävät efektit ja realistisen näköiset tekstuurit vievät 
mobiililaitteen resursseja ja voivat aiheuttaa sen, että peli ei toimi jouhevasti. Koska 
opinnäytetyön aiheena ollut peli toteutettiin Android-alustalle, tahdottiin grafiikat pitää 
mahdollisimman minimalistisina ja grafiikkatiedostojen koko mahdollisimman pienenä. 
Android-laitteet ovat melko usein mobiililaitteita ja niiden tallennuskapasiteetti on 
rajallinen. Tower defence -pelit sijoittuvat melko usein fantasiamaailmaan, ja niiden 
grafiikat ovat usein pelkistettyjä ja sarjakuvamaisia. Vihollisyksiköt ja tornit ovat hyvin 
usein kaikkea oikean maailman tykkitorneista ja elämistä aina fantasiamaailman 
taruhahmoihin maagisiin taikatorneihin. 
 
Koska kummallakaan meistä peliä toteuttamassa mukana olleista henkilöistä ei ollut 
aikaisempaa kokemusta graafisen ilmeen luomisesta, otettiin projektiin mukaan 
graafikko, joka avusti graafisen ilmeen luomisessa. Graafikolle annettiin ilmeen ja 
yksityiskohtien suhteen vapaat kädet, vaatimuksena esitettiin ainoastaan se, että 
grafiikkaruutujen koko tuli olla 32 pikseliä * 32 pikseliä ja tiedostokoon 
mahdollisimman pieni. Opinnäytetyöni luvussa 4.5.4 esiteltävällä Tiled-ohjelmalla 
toteutetuissa kartoissa on mahdollista hyödyntää samoja kartan palasia eri kartoissa, 
joten karttojen koko jää helposti melko pieneksi. Ehdotelmamme oli, että ensimmäinen 
grafiikkapaketti sisältäisi ruohoa sisältävän ruudun maan toteuttamiseen, ruudun josta 
vihollisyksiköiden käyttämä tie muodostuu sekä ruudun, jolla maana toimivaa 
ruohoympäristöä voisi elävöittää, esimerkiksi kivi sekä grafiikat tornille ja 
vihollisyksikölle. 
 
Vihollisyksikön liikkuminen on mahdollista animoida toteutukseen valitun AndEngine 
-pelimoottorin valmiin ominaisuuden avulla, mikäli joka suunnasta toteutettu kuva 
piirrettään kolmessa eri asennossa ja kuvia kierrätetään pelimoottorin sisältämän 
toiminnon avulla.  
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Kuva 4. Animaatioon vaadittu kuva. 
 
Varsin yleinen ja hyvä tapa peli- ja sovelluskehityksessä on käyttää placeholder-
grafiikoita eli sijaisgrafiikoita, jotka ovat varsinaisen grafiikan sijasta käytettäviä, 
väliaikaisia grafiikoita. Niiden ansiosta kaiken varsinaisen grafiikan ei tarvitse olla 
valmista ennen kehitysprosessin aloittamista. Sijaisgrafiikoita voidaan käyttää myös 
sekaisin varsinaisten grafiikoiden kanssa, koska niiden vaihtaminen jälkikäteen on 
äärimmäisen helppoa ja nopeaa. 
 
Sijaisgrafiikat, joita opinnäytetyössä käytettiin, olivat hyvin yksinkertaisia ja ne oli 
toteutettu selkeästi erottuvilla väreillä. Tämä helpottaa niiden erottamista varsinaisista 
grafiikoista ja taustasta. Ne voivat mahdollisesti olla myös muualta lainattuja. Tässä 
tapauksessa täytyy kuitenkin muistaa vaihtaa varsinaiset grafiikat niiden tilalle, jottei 
kehitystiimi joudu vaikeuksiin esimerkiksi tekijänoikeuslakeihin liittyvien asioiden 
vuoksi. Opinnäytetyöksi kehittämämme pelin toteutuksessa käytettiin alusta alkaen 
hyvin paljon sijaisgrafiikoita, jotka korvattiin varsinaisilla grafiikoilla vasta valmiiseen 
peliin. 
 
 
4.3 Äänet 
 
Äänimaailma toimii tärkeänä osana pelin tunnelman luomisessa. Tunnelman lisäksi 
äänillä voidaan välittää pelaajille informaatiota pelin tapahtumista, esimerkiksi 
ampumisesta, osumista, vihollisyksiköiden tuhoutumisista ja omien yksiköiden 
luomisesta. Äänimaailman ja efektien soveltuvuutta peliin täytyy testata huolellisesti, 
sillä liian usein toistuvat tai huonosti toteutetut äänet saattavat vaikuttaa pelaajan 
pelikokemukseen hyvinkin negatiivisesti huolimatta pelin muusta toteutuksesta. 
Huonosti toteutetut äänet saattavat vaikuttaa kielteisesti, vaikka ne olisikin mahdollista 
hiljentää asetusten kautta. Äänimaailman suunnittelussa tulee ottaa myös huomioon 
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yhteensopivuus graafisen ilmeen ja sen luoman tunnelman kanssa. Yhteensopiva 
graafinen ilme, äänimaailma ja pelattavuus luovat miellyttävän pelikokemuksen, joka 
saa pelaajan avaamaan pelin ensimmäisen kokeilukerran jälkeenkin. 
 
Koska kehitystiimimme jäsenillä ei ollut aikaisempaa kokemusta äänimaailman 
toteuttamisesta ja koska siihen olisi vaadittu ammattimaisia työkaluja, studio-olosuhteet 
ja tietotaitoa, jätettiin äänimaailma tietoisesti toteuttamatta. Kyseessä on mobiilipeli, 
joten siitäkään syystä äänimaailmaa ei koettu välttämättömäksi. AndEnginestä löytyy 
kuitenkin tuki äänien toistamiselle, joten ne voidaan halutessa lisätä peliin jälkeenpäin.  
 
 
4.4 Mikä on pelimoottori 
 
Pelimoottorilla tarkoitetaan ohjelmiston runkoa, joka on tehty pelin luomista varten. 
Pelimoottori sisältää monia valmiita toimintoja, jotka helpottavat ja nopeuttavat 
pelikehitysprosessia. Nämä toiminnot liittyvät pelien ominaisuuksiin, kuten muun 
muassa reitinetsintään, tekoälyyn, fysiikkamallinnukseen sekä grafiikan ja äänien 
käsittelyyn. (Ward 2008.) Käyttäessään pelimoottoria ohjelmoijan ei tarvitse luoda näitä 
ominaisuuksia alusta alkaen itse, vaan ne saadaan toimimaan muokkaamalla erilaisia 
parametreja ja lisäämällä ohjelmakoodiin tarvittavia osia. 
 
Tällä hetkellä tarjolla on paljon erilaisia valmiita pelimoottoreita, kuten esimerkiksi 
Unity3D ja AndEngine. Jotkut pelimoottoreista ovat täysin ilmaisia, kun taas joidenkin 
käyttämiseen vaaditaan maksullinen lisenssi. Kukin pelimoottori on suunniteltu 
toimimaan nimenomaan tietynlaisen alustan kanssa, ja eri pelimoottorien avulla voi 
toteuttaa erilaisia pelejä. Pelimoottori täytyykin valita sen mukaan, millaisia 
ominaisuuksia peliin tahtoo tuoda. Tässä tapauksessamme vaatimukset olivat, että 
kehittäminen on mahdollista Android-alustalle, ohjelmointikielenä on Java eikä 
pelimoottorin käyttöön vaadittaisi maksullista lisenssiä. Lisäksi toivottuja 
ominaisuuksia olivat tarkka ja selkeä dokumentointi sekä helppo asennusprosessi. 
 
Pelimoottorin voi kehittää vaihtoehtoisesti myös itse, jolloin moottorin ominaisuudet 
voi muokata omien toiveiden mukaisiksi. Kehittämällä oman pelimoottorin voi myös 
varmistaa, että se vastaa projektin asettamia vaatimuksia. Toimivan pelimoottorin 
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tekeminen vaatii kuitenkin todella kattavaa tietämystä sekä alustasta että ohjelmoinnista 
yleensä. Pelimoottorin kehittäminen voi kokonaisuudessaan olla työläämpi projekti kuin 
itse pelin luominen, ja sen tekoon käytetty aika voi lisätä projektin kokonaisaikaa 
merkittävästi. 
 
 
4.4.1 Unity3D 
 
Unity3D on Unity Technologies -yhtiön kehittämä pelikehitystyökalu, jolla voidaan 
luoda sekä 3D- että 2D-pelejä. Unityllä pystyy julkaisemaan pelejä PC:lle, MAC:lle, 
Linuxille, selaimiin, konsoleille sekä mobiililaitteille suurimmaksi osaksi samaa 
ohjelmakoodia käyttäen. Mobiililaitteille ja konsoleille kehitettäessä ohjelmaan täytyy 
ostaa erillinen alustakohtainen lisenssi. (Unity3d 2013a.)  
 
Hyvänä puolena on Unityn oma editori, jonka kautta pelin rakentaminen ja testaaminen 
on melko vaivatonta. Unity on ennen kaikkea visuaalinen työkalu, jolla esimerkiksi 
uusien tekstuurien, muotojen ja objektien lisääminen onnistuu raahaamalla niitä 
graafiseen esikatselunäkymään. Tämän näkymän avulla kehittäjä näkee suoraan, mitä 
pelin näkymässä on esillä ja miten objektit sinne asettuvat. Unityn editorin sisällä on 
myös erillinen, siihen kätevästi integroituva tekstieditori, jolla itse skriptien 
kirjoittaminen onnistuu hyvin. Myös tuki muilla ohjelmilla tehdyille tekstuureille ja 
äänille vaikutti erittäin käyttökelpoiselta ja toimivalta ominaisuudelta.  
 
Ohjelmointi tapahtuu C#-kielellä, JavaScriptillä tai vaihtoehtoisesti Boolla (Unity3d 
2013c). Kielten sekoittaminen eri skripteissä on myös mahdollista, mutta se saattaa 
aiheuttaa ongelmia, koska skriptien tulisi toimia keskenään. Unityn eduksi voi lukea 
sen, että ohjelmasta löytyy erittäin kattava ja tarkka dokumentaatio sekä paljon 
esimerkkiprojekteja malliksi. Lisäksi kehitysympäristö on helppo asentaa ja ottaa 
käyttöön. 
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4.4.2 AndEngine 
 
AndEngine on Nicolas Gramlichin ilmainen, vapaaseen lähdekoodiin pohjautuva 
Android-alustan 2D-pelimoottori. AndEngine on käytännössä eräänlainen kokonaisuus 
Java-luokkia, joilla ohjataan muun muassa toimintojen suoritusta. AndEngine lisätään 
Eclipse-sovelluskehittimeen kirjastoprojektina, jolloin pelikehittäjä voi käyttää 
moottoria omissa projekteissaan. (Delfin 2013.) 
 
Moottorin suurimpana puutteena ja heikkoutena on dokumentoinnin täydellinen 
puuttuminen. Käytännössä tutustuminen pelimoottorin toimintaan tapahtuu tutkimalla 
sen toimintaa sekä käymällä läpi AndEnginen keskustelualueelta löytyviä esimerkkejä. 
AndEnginen eri versioiden välillä on kuitenkin huomattavia eroja, mikä vaikeutti 
osaltaan esimerkkien hyödyntämistä. Tämä johtui siitä, että osassa pelimoottorin 
ominaisuuksista oli melko suuria versiokohtaisia toiminnallisia eroja. Tämän vuoksi 
myöskään esimerkkiratkaisuja ei ollut aina mahdollista hyödyntää eri versioiden välillä. 
Moottorista löytyy kuitenkin paljon hyviä puolia, kuten esimerkiksi valmis reitinetsintä 
sekä tuki pelikarttojen lataukseen. 
 
AndEngine asennetaan hakemalla paketti Eclipsen import-toiminnolla. Joitain 
AndEnginen versioita löytyy myös Google Codesta, mutta kehittäjä Nicolas Gramlich 
on siirtänyt lähdekoodin varaston GitHubiin vuoden 2011 alusta lähtien. Asennukseen 
ja siihen liittyviin vaiheisiin löytyy ajankohtaiset ja hyvät ohjeet AndEnginen 
keskustealueelta. 
 
 
4.4.3 Pelimoottorin vertailu ja valinta 
 
Taulukossa 4 tarkastellaan opinnäytetyön projektinryhmän asettamia vaatimuksia ja 
toivomia ominaisuuksia pelimoottorille sekä näiden löytymistä eri vaihtoehdoista.  
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Taulukko 4. Pelimoottorin vaatimukset ja toivotut ominaisuudet. 
Vaatimukset ja toivotut 
ominaisuudet 
Unity3D Andengine 
Kehittäminen Android-
alustalle  
+ + 
Kielenä mielellään Java - + 
Ei maksullista lisenssiä - + 
Hyvin dokumentoitu + - 
Helppo asentaa + - 
   
 
Vaikka valitsemamme moottori ei täytäkään kaikkia toivottuja ominaisuuksia 
dokumentoinnin ja helpon asentamisen osalta, päädyttiin valitsemaan käytettäväksi 
pelimoottoriksi AndEngine. Eniten valintaan vaikutti Unity3D:n mobiilialustoille 
vaadittu maksullinen lisenssi. Ainoastaan toisella kehitysprojektin jäsenistä, Toni 
Paavolalla, oli kyseinen lisenssi, jota hän oli tarvinnut aikaisemmissa projekteissa. 
Kirjoitushetkellä 8.2.2013 Unity3D:n Android-lisenssi maksaa Unity Free -version 
lisäksi Unity Storessa 400 dollaria. Unity Pro- ja Android Pro -versiot puolestaan 
maksavat yhteensä 3000 dollaria. Tällä paketilla saataisiin tarvittaessa avattua kaikki 
edistyneimmätkin ominaisuudet käyttöön. (Unity3d 2013b.)  AndEnginen ominaisuudet 
näyttivät sopivan suunnitellun pelin toteutukseen hyvin, lukuun ottamatta puutteellista 
ja epätarkkaa dokumentaatiota ja hieman monimutkaista asennusprosessia. 
 
GLES1 ja GLES2 kuvaavat AndEnginessä käytettävän OpenGL ES -rajapinnan 
versiota. OpenGL ES on sulautetuille järjestelmille tarkoitettu versio OpenGL-
standardista. OpenGL on laajasti käytetty ohjelmointirajapinta, jonka avulla ohjelmoija 
voi kommunikoida näytönohjaimen kanssa. (Luten 2013.) 
 
OpenGL ES on alustariippumaton rajapinta 2D- ja 3D-grafiikan tuottamiseen 
esimerkiksi pelikonsoleille ja puhelimille. Android-laitteet tukevat OpenGL ES:ää 
grafiikan piirtämiseen. (Android Developers 2013c.) 
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GLES1 toimii kaikilla Androidin versioilla alkaen 1.0:sta, jolloin sillä voidaan saavuttaa 
laajempi yhteensopivuus erilaisten laitteiden kanssa. GLES2 puolestaan vaatii vähintään 
version 2.2. Tällä hetkellä kuitenkin noin 98 % Android-laitteiden käyttöjärjestelmistä 
on kuitenkin versiota 2.2 tai sitä korkeampia. (Android Developers 2013a.) Taulukossa 
5. tarkastellaan kirjoitushetken jakaumaa Andoid-käyttöjärjestelmän versioiden välillä. 
 
Taulukko 5. Jakauma käyttöjärjestelmän Android-versioiden välillä (Android 
Developers 2013a). 
1.6 Donut 0,2% 
2.1 Eclair 1.9% 
2.2 Froyo 7.6% 
2.3 – 2.3.2 Gingerbread 0.2% 
2.3.3 – 2.3.7 44% 
3.1 Honeycomb 0.3% 
3.2 0.9% 
4.0.3 – 4.0.4  28.6% 
4.1 Ice Cream Sandwich 14.9% 
4.2 Jellybean 1.6% 
  
 
AndEnginen keskustelualueella on paljon ohjeita kummallekin versiolle, joten sillä ei 
ollut valintaa ajatellen juurikaan merkitystä. Päädyimme valitsemaan näistä kahdesta 
versiosta GLES2:n, koska sitä kehitetään tällä hetkellä aktiivisesti. Lisäksi valintaan 
vaikutti myös se, että kummallakaan meistä ei ollut juuri lainkaan kokemusta Android-
alustalle ohjelmoinnista. Nämä taustatekijät puolsivat nimenomaan sellaisen version 
valintaa, jota kehitetään aktiivisesti. 
 
 
4.5 Käytetyt ohjelmat ja työkalut 
 
Tässä luvussa käsitellään pelikehitysprosessin eri vaiheissa käytettyjä työkaluja ja 
ohjelmia. 
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4.5.1 Ohjelmointiympäristö 
 
Eclipse-kehityspaketista on tarjolla useita erilaisia, käyttötarkoituksen mukaan 
räätälöityjä paketteja. Paketeista löytyy muun muassa Classic, Java, Java EE ja C/C++. 
Näistä vaihtoehdoista käyttöön valittiin Eclipse Java, koska kyseinen versio oli 
molemmilla ohjelmointiin osallistuvilla jo asennettuna. Projektin kehitysympäristöksi 
valittiin juuri Eclipse siihen saatavan ADT-pluginin vuoksi. Tämä plugin sisällyttää 
Android SDK:n Eclipseen ja laajentaa sen toiminnallisuuksia. Pluginin myötä on 
mahdollista luoda Android-projekteja ja käyttöliittymiä, paikantaa virheitä LogCatillä, 
seurata koodin toimintaa Android Debuggerilla, hallita virtuaalilaitteita sekä paketoida 
sovelluksia suoraan apk-tiedostoksi. Virtuaalilaitteiden avulla on mahdollista mallintaa 
todellista, käyttäjän määrittelemien asetusten mukaista laitetta. Tällöin emuloitavassa 
laitteessa on lähes samat toiminnot kuin oikeassa Android-älypuhelimessa. Sovellusten 
testaamiseen käytettiin kuitenkin alusta alkaen fyysisiä laitteita, koska virtuaalilaitteella 
testaamien tuntui hyvin kankealta ja laitteen käynnistyminen kesti ajoittain hyvinkin 
pitkään. 
 
 
Kuva 5. Android-virtuaalilaite toiminnassa. 
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4.5.2 Versionhallinta 
 
Versionhallinnan avulla helpotetaan ohjelmistoa varten eri vaiheissa tuotetun 
materiaalin hallintaa ja mahdollistetaan kehitysvaiheiden tarkka dokumentointi. 
Versionhallinnan avulla voidaan ohjelman eri osion, esimerkiksi lähdekooditiedostojen, 
aiemmat versiot löytää vaivattomasti keskitetystä paikasta. Tällöin voidaan 
ongelmatilanteissa palata helposti aiempiin versioihin. (Producingross 2013.)  
 
Versionhallinnan avulla on mahdollista myös tarkastaa, mitä osia on muokattu ja verrata 
niitä edelliseen vaiheeseen. Versionhallinta mahdollistaa myös uusimman version 
lataamisen, kunhan käyttäjällä on vain toimiva verkkoyhteys ja tarvittavat ohjelmat.  
 
Lisäksi versionhallinta mahdollistaa sen, että samassa projektissa voi työskennellä 
useita kehittäjiä riippumatta siitä, missä he maantieteellisesti työskentelevät. 
Opinnäytetyössä versionhallinnan tärkeys korostui entisestään, koska projektiryhmän 
jäsenet asuivat eri paikkakunnilla, eikä työskentely samaan aikaan ollut aina 
mahdollista. Versionhallinnan toimivuus on tärkeää erityisesti suuria kokonaisuuksia 
työstettäessä ja laajoissa projekteissa. Esimerkkejä paljon käytetyistä 
versionhallintamenetelmistä ovat Git ja Mercurial. 
 
Projektissa päädyttiin käyttämään Mercurialia versionhallintaan, ja ohjelmaksi valittiin 
TortoiseHg. Erilliseen versionhallintaohjelmaan päädyttiin siksi, että sen käyttö oli 
projektiryhmän jäsenille tuttua aiemmista projekteista. Valintaan vaikutti myös se, että 
Eclipsen oma Mercurial-plugin vaikutti ensisilmäyksellä hieman 
vaikeakäyttöisemmältä. 
 
 
4.5.3 Yhteydenpito 
 
Versionhallinnan ja tehtävien jakamisen avulla työskentely projektissa onnistui 
jouhevasti. Vaikka tehtävät oli jaettu niin, että niiden tekemiseen eri aikoina ei olisi 
ollut mitään estettä, päädyttiin kuitenkin usein työskentelemään samaan aikaan. Tällöin 
ongelmia pystyttiin selvittämään yhteistyönä, mikä joudutti projektin etenemistä. 
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Projektiryhmän jäsenet asuivat eri paikkakunnilla, minkä vuoksi tarvittiin erilaisia 
ohjelmia helpottamaan yhteydenpitoa. Näitä olivat tekstipohjainen mIRC, VoIP-
ohjelmisto Mumble sekä verkkokokousympäristö Adobe Connect. 
 
IRC on lyhenne, joka tulee sanoista Internet Relay Chat. Se on yksi Internetin 
pikaviestintäpalveluista, jonka avulla käyttäjät voivat keskustella keskenään 
reaaliaikaisesti. Keskustelut käydään kirjoittamalla ja lukemalla tekstiä 
asiakasohjelmien kautta. Projektissa käytettiin asiakasohjelmana suosittua mIRCiä. 
mIRC on Internet Relay Chat -asiakasohjelma Windows-käyttöjärjestelmälle, ja sen 
avulla voidaan kommunikoida, jakaa, pelata tai työskennellä IRC-verkoissa ympäri 
maailmaa. (mIRC 2013.) 
 
Mumble on avoimen lähdekoodin äänikeskusteluohjelma ryhmille. Asiakasohjelmaa voi 
käyttää kaikilla Windows-, Linux- sekä Mac OS X -laitteilla. Käyttöä varten tarvitaan 
mikrofoni. Mumblea voidaan käyttää kaikenlaiseen toimintaan, mutta pääasiassa se on 
suunniteltu pelaajia varten. (Mumble 2013.) Projektia varten valittiin Mumble juuri siitä 
syystä, että molemmat projektiryhmän jäsenet ovat käyttäneet sitä paljon pelatessaan 
erilaisia verkkopelejä, joten se oli molemmille ennestään tuttu. 
 
Aina kuitenkaan pelkkä puheyhteys ei riitä, vaan ongelmanratkaisun kannalta on 
optimaalista nähdä ongelman sisältävä toteutus. Tähän tarkoitukseen käytettiin Adoben 
Connectia. Se on verkkokokousympäristö, jonka avulla on mahdollista olla yhteydessä 
toisiin webkameran, mikrofonin ja chatin välityksellä. Tämän lisäksi ympäristö 
mahdollistaa oman työpöytänäkymän jakamisen, johon käyttö käytännössä rajoittuikin 
ääniominaisuuksien vaikeakäyttöisyyden vuoksi. Näppäimistön näppäimeen 
tallennettavan push-to-talk-toiminnon puuttumisen vuoksi käytettiin keskusteluun edellä 
mainittua Mumblea. 
 
 
 
 
 
28 
 
4.5.4 Grafiikkatyökalut 
 
Kuvankäsittelyyn käytettiin GIMPiä, joka on avoimeen lähdekoodiin perustuva 
kuvankäsittelyohjelma. Ohjelmaan päädyttiin siitä syystä, että se on ilmainen. 
Kuvankäsittelyyn ei kuitenkaan ollut suurta tarvetta, sillä graafisen puolen toteutusta 
hoiti projektissa ulkopuolinen henkilö. GIMPiä käytettiinkin lähinnä testausta varten 
tuotettujen korvikegrafiikoiden tekemiseen. Nämä grafiikat korvattiin myöhemmin 
graafikon tuottamilla varsinaisilla grafiikoilla. 
 
Projektissa käytetty pelimoottori AndEngine tukee .TMX-tyyppisiä karttoja, joiden 
luomiseen käytimme Tiled-ohjelmaa. Tiledissä kartan grafiikat pilkotaan kuvasta 
käyttäjän määrittelemän kokoisiksi ruuduiksi, joita voidaan asetella niin ikään käyttäjän 
määrittelemän kokoiselle kartalle. Ruuduille on mahdollista antaa erilaisia arvoja, ja 
niitä on mahdollista asetella useaan kerrokseen. AndEnginen käyttämä .TMX-tiedosto 
on käytännössä melko yksinkertainen XML-tiedosto, jossa määritellään käytetyt 
palaset, niiden koko ja lähteenä käytetty kuvatiedosto. Yhtä kuvatiedostoa on 
mahdollista käyttää lähteenä useassa kartassa. Tiedostossa on määritelty myös itse 
kartan koko.  
 
 
4.6 Yhteiset käytänteet 
 
Ennen toteutuksen aloittamista oli syytä sopia yhteisistä nimeämis- ja 
kommentointikäytänteistä, jotta ohjelmakoodista tulisi mahdollisimman yhdenmukaista 
ja kaikkien pelin kehitykseen osallistuvien olisi myös tulevaisuudessa helpompi 
jatkokehittää jo valmiiksi ohjelmoituja osia. 
 
Muuttujien, metodien ja luokkien nimeämisessä käytänteeksi otettiin CamelCase, jossa 
useista sanoista koostuvat nimet kirjoitetaan yhteen erottamalla ne kuitenkin isoilla 
alkukirjaimilla (Korpela 2008). Nimille asetettiin se nimenomainen vaatimus 
riippumatta CamelCasesta, että niiden piti olla kuvaavia. Päädyttiin ratkaisuun, että 
luokkien nimet alkavat isolla alkukirjaimella ja taas muuttujien ja metodien nimet 
alkavat pienellä alkukirjaimella. Tämän lisäksi yhteiseksi käytänteeksi luokkien ja 
niiden metodien kanssa otettiin se, että ensimmäinen aaltosulku sijoitetaan suoraan 
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nimen alle. Lisäksi aaltosulkujen väliin sijoitettava ohjelmakoodi tulee sisentää. Näin 
asettelusta saadaan yhdenmukaista ja selkeää. Taulukossa 6. on esitetty esimerkkejä 
nimeämisistä. 
 
Taulukko 6. Esimerkkejä nimeämiskäytännöstä. 
Tyyppi Nimeäminen 
Luokka public class TestClass 
{ 
   … 
} 
Metodi public void testMetod() 
{ 
   … 
} 
Muuttuja private int testInt; 
 
Kommentoinnin ja dokumentoinnin tärkeys korostuu erityisesti ryhmätyöskentelyssä. 
Hyvin kommentoidusta ja dokumentoidusta ohjelmakoodista on helppo lukea, mitä 
esimerkiksi jokin tietty metodi tekee ja mitä muuttujia se tarvitsee toimiakseen. 
Käytänteeksi otettiin, että jokainen uusi tai itse toteutettu kokonaisuus tulisi 
kommentoida. 
 
 
4.7 Toteutus 
 
Työkalujen ja pelimoottorin valinnan jälkeen oli mahdollista aloittaa itse pelin toteutus. 
Toteutuksessa edettiin vesiputousmallin mukaan, ja ohjelmointi tapahtui 
pariohjelmointina. Valitsimme projektiimme vesiputousmallin siitä syystä, että se oli jo 
ennestään tuttu erilaisista koulussa tehdyistä projekteista, eikä uuden vaihejakomallin 
opetteluun haluttu käyttää ylimääräisiä resursseja. Vesiputousmalli sopi projektiin 
erinomaisesti, koska pelin aiheena käytettiin jo olemassa olevaan toteutusta. Tämä 
tarkoittaa sitä, että pelin perusmekaniikat ja toiminnot on pääosin kopioitu suoraan 
Warcraft III: The Frozen Throne -pelin avulla toteutetuista perinteisistä tower defence 
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-kartoista. Näin ollen vaatimukset olivat alusta asti selvät, eivätkä tulisi muuttumaan 
projektin edetessä. Projektimme oli myös melko pieni sekä projektiryhmän että 
ohjelmiston toiminnallisuuksien osalta, mikä johti myös pienille projekteille hyvin 
sopivan vesiputousmallin valintaan. 
 
Vaikka kokonaisuuden osalta suunnitelma olikin alusta alkaen selvä, johti 
projektiryhmälle vieraan tekniikan käyttö ohjelmointivaiheen iteratiiviseen toteutukseen 
perinteisen vesiputousmallin sijasta. Ohjelmoitaessa toteutettiin yksi ominaisuus tai 
toiminto kerrallaan alusta loppuun. Toteutusta seurasi aina toiminnon testaus. Jokaisen 
valmiin toiminnon tai ominaisuuden jälkeen päätettiin seuraava toteutettava 
kokonaisuus.  Kuvan 3. vuokaaviossa on kuvattu kokonaisuuksien toteuttamiseen 
liittyvät vaiheet. 
 
 
Kuva 6. Pelin yksittäisen ominaisuuden toteutusvaiheet. 
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Ennen itse projektin luomista täytyi ladata uusin versio Java JDK:sta, uusin versio 
Android SDK:sta sekä Eclipsen liitännäinen eGit – Git Team Provider. Tämän jälkeen 
eGit-liitännäisen avulla ladattiin AndEngine Eclipseen. Tämä tapahtui käyttämällä 
Eclipsen import-toimintoa, jonka avulla AndEngine ladataan Nicholas Gramlichin 
henkilökohtaisesta GitHub-tilasta. Kun AndEngine oli ladattu, se asetettiin kirjastoksi 
Properties -> Android -> Is Library. Näiden vaiheiden jälkeen oltiin valmiita luomaan 
uusi Android-projekti Eclipseen. Projektin luomisen jälkeen valittiin projektin 
Properties -> Android ja lisättiin AndEngine projektin kirjastoksi.   
 
Näiden vaiheiden jälkeen käytössä oli täysin toimiva AndEngine ja itse ohjelmointityö 
voitiin aloittaa. Asennus onnistui lopulta melko vaivattomasti video-ohjeita noudattaen. 
Linkkejä videoihin ja muihin vinkkeihin löytyi helposti AndEnginen oman 
keskustelupalstan kautta sekä YouTubesta. 
 
Asennusvaiheessa esiintyi pieniä ongelmia, jotka johtuivat kokemattomuudesta 
Eclipsen käytössä. Hankaluuksia aiheutti myös se, että alkuvaiheessa asetuksia 
jouduttiin etsimään. Sekä AndEnginen että luodun projektin asetuksista piti käydä 
valitsemassa Compiler Compliance Level taso 1.6. Java Compiler -asetukset löytyvät 
molempien ohjelmien Properties -valikosta. 
Ensimmäisessä vaiheessa testattiin lähinnä sitä, että luotu projekti osaa käyttää 
AndEngineä kirjastonaan ja että se toimii oikein. Tässä vaiheessa peliin lisättiin karttaa 
muistuttava taustakuva, joka näkyi heti pelin käynnistyttyä. Lisäksi tutustuimme myös 
hieman moottorin perusominaisuuksiin tutkimalla niitä erilaisilta ohjesivustoilta sekä 
debuggaamalla moottorin toimintaa. 
 
Seuraavassa vaiheessa pelin toiminta jaettiin näkymiin siten, että aloitusruudun aikana 
näytetään kuva ja ladataan pelin tarvitsemat resurssit. Näin pelin ei tarvitse enää ladata 
tarvittavia resursseja esimerkiksi uutta peliä käynnistäessä. Tässä vaiheessa 
aloitusruudun lataamisen jälkeen siirryttiin automaattisesti suoraan valikkonäkymään, 
jossa ei sillä hetkellä ollut muuta kuin sijaisgrafiikkana toimiva taustakuva. Myös 
aloitusruudun kuvana toimi tässä kehitysvaiheessa väliaikainen taustakuva. 
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Kuva 7. Aloitusruudun aikana näytettävän kuvan sijaisgrafiikka. 
 
AndEngine tukee .TMX-tyyppisiä karttoja, jotka ovat käytännössä melko yksinkertaisia 
.XML-tiedostoja. Seuraavana vuorossa olikin tämän toiminnallisuuden lisääminen, jolla 
korvattiin alkuvaiheessa karttaa muistuttanut pelin taustakuva. AndEnginen GLES2-
versio ei kuitenkaan tukenut karttoja suoraan, vaan toiminnallisuuden lisäämiseksi 
tarvittiin erillinen kirjasto nimeltä TMXTiledMapExtension. Kirjaston käyttöönotto 
tapahtui samaan tapaan kuin itse AndEnginenkin. Eclipsestä valittiin import-toiminto, ja 
kirjasto ladattiin Nicholas Gramlichin GitHub-tilasta. Sen jälkeen kun kirjasto oli 
ladattu, se täytyi vielä asettaa TMXTiledMapExtension käyttämään AndEngineä 
kirjastona Properties-valikon Android-osiosta sekä lisätä luotu projekti käyttämään 
myös TMXTiledMapExtensionia kirjastona AndEnginen lisäksi samasta valikosta. 
Tässä vaiheessa aloitusruudun jälkeen ruudulle ilmestyi Tiled-nimisellä ohjelmalla 
rakennettu kartta. Karttaan oli vielä käytetty sijaisgrafiikoita. 
 
Seuraavaksi lisättiin luokat torneille ja vihollisyksiköille. Molemmille asetettiin ensiksi 
sijaisgrafiikat testausta varten. Tässä vaiheessa .TMX-tyyppisen kartan yläkulmaan 
piirtyi yksi vihollisyksikkö ja koodista määritettyyn kohtaan piirtyi yksi torni. Tässä 
vaiheessa vihollisyksiköt eivät vielä liikkuneet, koska niille ei ollut lisätty minkäänlaista 
reitinetsintää. Myöskään torneja ei voinut piirtää koskettamalla karttaa, tämä 
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toiminnallisuus lisättiin vasta myöhemmin. Tässä vaiheessa peli sisälsi vain yhdenlaisia 
torneja sekä vihollisyksiköitä. Ne oli kuitenkin rakennettu niin, että myöhemmin olisi 
mahdollista luoda vihollisia ja torneja, joilla on erilaisia ominaisuuksia, kuten 
kestävyys, tuhovoima, nopeus, toimintasäde sekä tuhoamisesta ansaittu palkkio. 
 
Seuraavaksi oli toteutusvuorossa aloitusvalikko. Aloitusvalikko toteutettiin jälleen 
sijaisgrafiikoilla ja yksivärisellä taustakuvalla, joka muutettiin myöhemmin. 
Aloitusruudun jälkeen pelaajan ruudulle ilmestyy valikko, jossa on kolme painiketta, 
jotka ovat Start, Credits ja Quit. Pelimoottori vaihtaa näkymää painalluksen mukaan. 
Star -painike aloittaa pelin, jolloin peli piirtää kartan ja yhden vihollisyksikön pelaajan 
ruudulle. Credits-painike vaihtaa näkymän, jossa on mainittu pelin luomiseen 
osallistuneiden henkilöiden nimet ja Quit-painike sammuttaa pelin. Aloitusvalikko 
toteutettiin niin, että näkymiä ja valikon painikkeita on mahdollista lisätä tarvittaessa 
helposti jälkeenpäin. 
 
 
Kuva 8. Sijaisgrafiikoilla toteutettu valikko pelikentän valitsemiseen. 
 
Seuraavassa vaiheessa oli vuorossa kosketustuen lisääminen peliin, jolloin ruutua 
koskettaessa pelimoottori tallentaa kosketuksen kohdan koordinaatit x ja y omiin 
muuttujiinsa. Yhdistämällä tämän ominaisuuden jo aiemmin luotuun torniluokkaan 
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käyttäjä pystyy asettamaan torneja kartalle koskettamalla haluttua kohtaa. Tässä 
vaiheessa tornien asettelua ei vielä rajoitettu millään tavalla, ja torneja pystyikin 
lisäämään esimerkiksi suoraan vihollisyksiköiden käyttämän tien päälle. Tätä tullaan 
kuitenkin myöhemmin rajoittamaan niin, että tornien asettaminen ei ole enää 
mahdollista tien eikä muiden kartalla näkyvien objektien päälle. 
 
Seuraavassa vaiheessa vihollisyksiköille lisättiin pelimoottorin suoraan tukema A* 
-reitinetsintä. Reitinetsintä toteutettiin vielä niin, että se etsii reitin kartan vasemmasta 
yläreunasta oikeaan alareunaan kulkevaa tietä tai polkua pitkin. Aloitus- ja 
lopetuspaikan lisäksi reitin kululla ei ole merkitystä, vaan A* -algoritmi hoitaa etsinnän. 
Käyttämällämme Tiled-karttatyökalulla luotujen karttojen ruuduille on mahdollista 
asettaa arvoja, joiden avulla voidaan määrittää, onko kyseisen ruudun päällä mahdollista 
kävellä vai ei. Tämän ominaisuuden avulla reitinetsintäalgoritmi tunnistaa käveltävät 
ruudut, joiden kautta se hakee reittiä.  
 
 
Kuva 9. Vihollisyksiköt liikkuvat reitinetsinnän avulla polkua pitkin. 
 
Seuraavassa vaiheessa toteutettiin tornien ampuminen. Tämä toteutettiin siten, että 
kartalle sijoitetuille torneille asetettiin toimintasäde ja niille välitettiin 
vihollisyksiköiden koordinaatit. Mikäli vihollisyksikkö liikkuu tornin toimintasäteellä, 
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ampuu torni ensimmäistä mahdollista vihollisyksikköä kohden. Ammuksen osuessa 
vihollisyksikkö tuhoutuu. Tässä vaiheessa ampuminen toteutettiin niin, että tornin 
kohteena oli aina lähimpänä tornia oleva vihollisyksikkö. Jatkokehityksen yhteydessä 
torneille voitaisiin kuitenkin lisätä erilaisia kohteen valitsemiseen vaikuttavia valintoja, 
kuten esimerkiksi tähtääminen heikoimpaan kohteeseen toimintasäteen sisällä. 
 
 
Kuva 10. Polun varrelle asetetut tornit ampuvat etenevää vihollisyksikköä. 
 
Näiden vaiheiden jälkeen peliin oli toteutettu kaikki perusominaisuudet, jotka alun perin 
siihen suunniteltiin. Pelissä nähtiin paljon jatkokehityspotentiaalia, ja sitä voidaan 
mahdollisesti kehittää niin, että julkaisu Google Play -sovelluskaupassa olisi 
mahdollista. Jatkokehitykselle ei kuitenkaan vielä asetettu mitään tarkempaa aikataulua. 
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Kuva 11. Lopuksi sijaisgrafiikat korvattiin varsinaisilla grafiikoilla. 
 
 
5 Pohdinta 
 
 
Tässä luvussa käydään läpi opinnäytetyön lopputulos, tarkastellaan toteutukseen 
käytettyjä menetelmiä sekä käydään läpi oppimisprosessia ja pelin jatkokehitysideoita. 
 
 
5.1 Lopputuloksen tarkastelu 
 
Kokonaisuudessaan olen hyvin tyytyväinen opinnäytetyöprosessin tuloksena 
syntyneeseen peliin. Tarkoituksena oli luoda toimiva runko tower defence -pelistä 
jatkokehitystä varten. Sellainen myös saatiin aikaan. Vaikka pelin idea ja toiminnot 
onkin suoraan lainattu, oli haasteena niiden toteutus ennestään lähes tuntemattomalle 
alustalle hyödyntämällä osittain täysin uusia ja tuntemattomia työkaluja. Nämä osa-
alueet saatiin toteutettua hyvin kehitysvaiheessa havaituista ongelmista huolimatta. 
Monet näistä ongelmista johtuivat lähinnä kokemattomuudesta kyseisten työkalujen 
suhteen. Pelin mekaniikat ja ominaisuudet todettiin testivaiheessa toimiviksi, vaikkakin 
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monet niistä vaativat vielä paljon hienosäätöä ja lisäyksiä ennen mahdollista julkaisua. 
Aikaansaatuun kokonaisuuteen olen kuitenkin tyytyväinen. 
 
 
5.2 Toteutuksen ja menetelmien tarkastelu 
 
Peliprojekti toteutettiin hyödyntämällä erilaisia etätyöskentelyyn tarkoitettuja 
ohjelmistoja. Tämä johtui siitä, että projektiryhmän jäsenet asuvat eri paikkakunnilla. 
Näiden ohjelmistojen ja työkalujen avulla pystyimme myös toteuttamaan projektin 
pariohjelmointia hyödyntäen. Molemmat valinnat osoittautuivat projektin aikana 
erinomaisiksi valinnoiksi. Etätyöskentely oli luonnollisesti ainoa vaihtoehto tälle ottaen 
huomioon molempien projektiryhmän jäsenten asuinpaikat. Etätyöskentely myös 
helpotti huomattavasti aikataulujen yhteensovittamista. Ohjelmointiin varattuja aikoja ei 
tarvinnut aina varata hyvissä ajoin etukäteen. Esimerkiksi viikonloppuisin, molempien 
projektiryhmän jäsenten viettäessä vapaa-aikaa tietokoneella oli mahdollista sopia 
spontaaneja muutaman tunnin mittaisia toteutussessioita.  
 
Etätyöskentely toimi loistavasti yhdistettynä pariohjelmointiin, kun taas 
vesiputousmallin käyttöön sillä ei havaittu olevan vaikutusta. Pariohjelmointi oli oiva 
valinta sen vuoksi, että Android-käyttöjärjestelmä oli molemmille melko tuntematon 
alusta sovelluskehitykselle. Äänikeskusteluohjelmien ja ruudunjaon avulla molemmat 
osapuolet pystyivät työskentelemään aktiivisesti esimerkiksi ilmaantuneiden ongelmien 
parissa, ja niitä oli mahdollista pohtia ja selvittää ryhmässä reaaliaikaisesti. Esimerkiksi 
toisen ohjelmoijan etsiessä ratkaisua Internetistä toinen ohjelmoija pystyi jatkamaan 
ohjelmakoodin kirjoittamista muilta osin. Perinteisessä pariohjelmoinnissa kaksi 
ohjelmoijaa työskentelee samalla päätelaitteella. Tähän verrattuna etäyhteyden kautta 
tapahtuva työskentely vaikutti ainakin teoriassa tehokkaammalta, koska se mahdollisti 
tehokkaammin samanaikaisen työskentelyn. 
 
Etäyhteyden käyttö ratkaisi myös monia työskentelytiloihin liittyviä ongelmia. 
Esimerkiksi etäyhteyden välityksellä suoritettava ohjelmointi ei aiheuttanut niin paljoa 
ohjelmoijien välisestä keskustelusta aiheutuvaa melua varsinkin kuulokkeita 
käytettäessä.  Myös ahtaan työpisteen aiheuttamilta haitoilta vältyttiin. Työskentely 
kotoa omalta tietokoneelta toi kuitenkin mukanaan monia uusia häiriötekijöitä. 
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Työskentelyyn vaikuttavat helposti muiden samassa taloudessa asuvien aiheuttamat 
häiriöt sekä oman päätelaitteen sovellusten ja pikaviestimien kautta tulevat häiriötekijät. 
Tämän vuoksi etätyöskentely vaati mielestäni enemmän omistautumista ja 
kurinalaisuutta kuin perinteinen erillisessä tilassa suoritettava pariohjelmointi. 
 
Etätyöskentelyn suurimpina riskeinä verrattuna perinteiseen samalla työpisteellä 
työskentelyyn ovat erilaiset ohjelmisto- ja yhteysongelmat. Opinnäytetyöprosessin 
aikana minkäänlaisia ongelmia ei kuitenkaan esiintynyt. Yksittäisistä ohjelmistoista 
johtuvia ongelmia olisi ollut mahdollista korjata hetkellisesti käyttämällä vastaavia tai 
korvaavia työkaluja. 
 
Graafisen puolen töitä oli projektissa hoitamassa kolmas henkilö. Aluksi graafikko 
lupasi toteuttaa vain pelin rungon kattavat grafiikat, jolloin jatkokehitykseen 
vaadittavien grafiikoiden tuottamiseen olisi tarvittu uusi henkilö. Projektin aikana 
graafikko sai kuitenkin sovitettua koko pelin kattavien grafiikoiden tuottamisen omiin 
koulukursseihinsa, jolloin myös edellä mainittu ongelma ratkesi. 
 
Itse pelin toteutus edistyi projektin aikana melko vaihtelevasti. Välillä jonkin 
ominaisuuden luominen tuotti paljon ongelmia, ja aikaa saattoi kulua useista päivistä 
jopa viikkoihin. Nämä ongelmat johtuivat lähinnä kokemattomuudesta valitsemamme 
pelimoottorin suhteen, mutta myös kokonaan puuttuvasta dokumentaatiosta. Ajoittain 
kuitenkin melko suuriakin ominaisuuksia saatiin toteutettua hyvin jouhevasti ja 
vauhdikkaasti. Jälkeenpäin ajatellen olisi ollut järkevää käyttää enemmän aikaa eri 
moottorivaihtoehtojen ja niiden ominaisuuksien tutkimiseen. Kaikki tavoitteeksi 
asetetut toiminnot saatiin kuitenkin toteutettua ongelmista huolimatta, eikä 
ominaisuuksia tarvinnut karsia pois missään vaiheessa. Lisäksi toteutimme jopa joitain 
ominaisuuksia, jotka eivät kuuluneet alkuperäiseen suunnitelmaan. Esimerkiksi 
hahmojen animoinnissa tehtiin tällaisia ennalta suunnittelemattomia lisäyksiä. 
 
 
5.2 Kehittämisideat 
 
Opinnäytetyöprosessin aikana aikaansaadulla pelillä on mielestäni paljon 
jatkokehityspotentiaalia. Projektiryhmään kaivattaisiin kuitenkin lisää tekijöitä 
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toteuttamaan joitakin puuttuvia ominaisuuksia. Mukaan tarvittaisiin ehdottomasti 
äänipuolen toteuttaja, koska pelistä puuttuu kokonaan äänimaailma. Graafisen puolen 
toteuttaja onnistui opinnäytetyöprosessin aikana yhdistämään grafiikan toteuttamisen 
omiin opintoihinsa, joten hän voi nyt keskittyä graafisen kokonaisuuden toteutukseen ja 
suunnitteluun. Jatkokehitysvaiheessa peliin tulisi lisätä paljon erilaisia torneja, 
vihollisyksiköitä ja karttoja. Yksiköiden luomisen jälkeen tulisi myös kiinnittää 
huomiota myös niiden ominaisuuksien tasapainottamiseen, jotta tietyt yksiköt eivät olisi 
liian heikkoja tai vahvoja. Tämä ominaisuuksien tasapainottaminen vaatisi 
todennäköisesti huomattavan määrän testausta.  
 
Lisäksi peliin voitaisiin lisätä tapa ansaita rahaa. Tämä voisi onnistua parhaiten 
mikromaksujen avulla. Pelin lataaminen itsessään olisi ilmasta, mutta sen sisään 
luotaisiin raha, jota olisi mahdollista kerätä hitaasti tuhoamalla vihollisyksiköitä ja 
läpäisemällä kenttiä. Pelin sisäisellä rahalla saisi sitten esimerkiksi avattua uusia kenttiä 
tai tornityyppejä. Mikäli pelaaja tahtoisi kerätä rahaa nopeammin, olisi hänen 
mahdollista ostaa sitä esimerkiksi PayPal-verkkopalvelun avulla tai luottokortilla 
siirtämällä pieni rahasumma pelin kehittäjille. Tässä tapauksessa rahasumma vaihtelisi 
saatavan pelin sisäisen rahamäärän mukaan ja se voisi olla esimerkiksi vaikkapa viiden 
ja kymmenen euron välillä. 
 
 
5.3. Oppimisprosessi 
 
Projekti toteutettiin täysin uudelle alustalle, Androidille, josta kummallakaan 
kehitystiimin jäsenistä ei ollut paljoa kokemusta. Uuden alustan lisäksi projektin aikana 
tutuksi tuli uusi pelimoottori ja sen käyttö peliprojektissa. Projektin aikana nousivat 
esiin myös alustaan liittyvät ongelmat ja haasteet, kuten esimerkiksi latteiden ja 
Android-käyttöjärjestelmäversioiden suuri kirjo, mikä aiheutti omalta osaltaan 
epävarmuutta testauksen ja yhteensopivuuden suhteen.  
 
Erilaiset ohjelmistoprojektit olivat minulle kuitenkin jo ennestään tuttuja aiempien 
kouluprojektien ja töiden ansiosta. Myös etätyöskentely ja pariohjelmointi olivat 
edellisistä koulu- ja vapaa-ajan projekteista tuttuja menetelmiä. Projektin aikana 
korostuivat kuitenkin suuri koodin debuggauksen ja opiskelun määrä, joka johtui 
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pelimoottorin lähes täysin puuttuvasta dokumentaatiosta. Osittain tämän vuoksi pelin 
ohjelmointi valittua pelimoottoria hyödyntäen osoittautui ajateltua suuritöisemmäksi ja 
vaikeammaksi projektiksi. AndEnginen keskustelufoorumeilta löytyi paljon valmiiksi 
ohjelmoituja ja toteutettuja malliesimerkkejä, joita hyödynnettiin ohjelmointiprosessin 
aikana. 
 
Peliä ohjelmoitaessa edettiin niin, että toteutettiin yksi ominaisuus tai toiminta 
kerrallaan alusta loppuun. Toteutuksen jälkeen toteutus vielä testattiin ja todettiin 
toimivaksi. Varsinkin projektin alkuvaiheessa toteutukset eivät kuitenkaan olleet kovin 
hienostuneita tai tehokkaita, vaan niihin palattiin usein myöhemmin takaisin. Tämä 
johtui myös siitä, että projektin edetessä pelimoottorin toiminnoista ja 
mahdollisuuksista saatiin enemmän tietoa, jonka avulla jo tuotetun ohjelmakoodin 
tehostaminen ja parantelu onnistui. 
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