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Potrebe po robotizaciji se nenehno večajo. Zato bi lahko robotizacijo prenesli 
tudi v okolja, kjer še ni tako domača, na primer v galerije. Zato sem razvil 
uporabniški vmesnik za robotskega vodiča, ki je izveden na štirikolesnem robotu 
Pioneer P3-AT proizvajalca MobileRobots.  
Po uvodni predstavitvi problema je v drugem poglavju podan opis 
funkcionalnosti sistema in razvoj vmesnika. Vmesnik je napisan v programskem 
okolju Borland C++ Builder 5 in programskem jeziku C++. Namen vmesnika je 
enostavno sestavljanje vodenih ogledov v galerijah. Za testiranje vmesnika v 
začetnih fazah sem uporabljal simulatorje, ko pa je bil vmesnik dovolj razvit, sem 
vse skupaj preizkusil še na robotu.  
 
V diplomskem delu so opisana uporabljena orodja, programsko okolje, 
štirikolesni robot in način izvedbe diplomske naloge.   
    
 
Ključne besede: robot, galerija, vodič, C++, programsko okolje, laserski 






The need for robotization is constantly increasing. Therefore, robotics could 
also be transferred to the environment where it is not so familiar, for example 
Gallery. That is why I developed the user interface for robot guide that is four wheel 
robot  Pioneer P3-AT from MobileRobots brand. 
 
After initial problem presentation a description of the system functionality and 
interface development is given in the second chapter. The interface is written in 
programming environment Borland C ++ Builder 5 and in programming language C 
++. The purpose of the interface for simple assembly of guided tours in the galleries. 
To test the interface in the early stages I was using simulators, but when the interface 
was sufficiently developed I have tried the whole thing on the robot. 
 
In this graduation thesis are described used tools, the programming 
environment, four wheel robot and the method of implementation graduation thesis. 
 
Key words: robot, gallery, guide, C++, programming environment, laser range 













1  Uvod 
 
V sedanjem časovnem obdobju smo priča avtomatizaciji in robotizaciji 
vsakdanjih opravil v različnih okoljih. V industriji je robotizacija že precej razvita, 
zato bi bilo dobro to znanje prenesti še v ostala okolja, kot so muzeji, galerije in 
podobno. 
 
V diplomski nalogi bom predstavil robota vodiča, ki je sposoben samodejno priti iz 
ene do druge točke v prostoru, kar v galeriji predstavlja premik od ene do druge 
znamenitosti, na primer od slike do slike. Ob znamenitosti bo robot predvajal že 
vnaprej posnet predstavitveni govor. Da bi bilo delo s takšnim robotom enostavnejše, 
sem naredil enostaven uporabniški vmesnik. Vmesnik je razdeljen na tri okna, in 
sicer na Nastavitve, Zemljevid in Vodič. Okno Nastavitve je razdeljeno na pet 
skupin, in sicer Ukazi, Izbirno polje, Nastavitve hitrosti, Nastavitve zaznavanja 
ovire in Izpis senzorjev. Okno Zemljevid je razdeljeno na pet podskupin in sicer na 
Izpis zemljevida, Zemljevid, Upravljanje vodiča ter Dodatnih nastavitev in 
najpomembnejše podskupine za Dodajanje znamenitosti. Glavno podokno Vodič 
pa je zgrajeno iz štirih podskupin, in sicer iz Izbire znamenitosti, Upravljanja 
vodiča, Seznama lokacij in iz podokna Urejanje lokacij. Uporabniški vmesnik je 
napisan ter zgrajen v programskem okolju C++ Builder 5, v programskem jeziku 
C++. Vodič pa je štirikolesni robot Pioneer P3-AT proizvajalca MobileRobots [3]. 
Opremljen je z laserskim in ultrazvočnimi senzorji. S pomočjo senzorjev robot ve, 
kje v prostoru se nahaja in zna razločiti, ali je pred njim kakšna ovira. Da se robot v 
prostoru znajde, je treba okolje predhodno posneti z laserskim senzorjem in zgraditi 




do želene lokacije s klicem funkcije za premik, ki je del obstoječe knjižnice robota. 
Robot zna sam preračunati pot do želenih koordinat. Med vožnjo do želenega cilja s 
pomočjo senzorjev preprečuje trke z ovirami in vzdržuje varnostno razdaljo do 
objektov v prostoru. Če se pred njim pojavi ovira, ki ni bila predhodno posneta in 
vključena v zemljevid okolja, zna robot pravilno ukrepati. V tem primeru pred 
posnetim govorom, sporoči, da se je potrebno umakniti oz. odstraniti neznani 
predmet.  Za povezavo med uporabniškem vmesnikom, ki teče na operacijskem 
sistemu Windows 7, in robotom skrbi serijska povezava RS 232.  
Uporabniški vmesnik, robota, senzorje, delovanje ter povezavo med vmesnikom in 



























2  Izvedba vodiča 
V nadaljevanju so opisani osnovni gradniki, ki so bili uporabljeni pri izvedbi 
robotskega vodiča. 
 
2.1  C++ Builder 5  
 
C++ Builder 5 na sliki 2.1 je programsko okolje podjetja Embarcadero 
Technologies za pisanje programov v programskem  jeziku C++. Verzija C++ 
Builder 5 je izšla leta 2000, poleg te pa obstajajo tudi številne novejše verzije, vendar 
smo zaradi kompatibilnosti z obstoječo programsko opremo, ki je bila napisana v 
verziji Builder 5, uporabljali to verzijo. C++ Builder vsebuje orodja, ki omogočajo 
povleči in spusti funkcionalnost za dodajanje objektov (gumbi, tekst in podobno) na 
grafični vmesnik (formo), kar olajša programiranje. Slednje je izvedeno z 
WYSIWYG grafičnim uporabniškim vmesnikom. 
 




2.2  Robotski vodič 
 
Robotski vodič je izveden na štirikolesnem robotu Pioneer P3–AT (slika 2.2) 
znamke MobileRobots, ki je  idealen za terensko ali laboratorijsko uporabo. To so 
svetovno priljubljeni inteligentni in zanesljivi mobilni roboti za raziskovanje in 
izobraževanje z možnostjo poljubne nadgradnje. Opremljen je z 12V baterijo, 
stikalom za prisilno zaustavitev, z inkrementalnimi kodirniki na kolesih, 
mikrokrmilnikom, ultrazvočnimi in laserskim senzorjem. Z uporabniškim 
vmesnikom je povezan preko serijske komunikacije RS 232.  
 
Slika 2.2:  Pioneer P3–AT 
 
2.2.1  Laserski senzor 
 
Laserski senzor, na sliki 2.3, je znamke SICK in model LMS-200 [7], je 
izredno natančen, zato je zelo priljubljen v robotiki. Z robotom ga enostavno 
povežemo s serijsko komunikacijo RS-232 ali RS-485. Senzor zagotavlja merjenje 













Senzor deluje tako, da laser sveti v rotirajoče ogledalo. Ko se ogledalo vrti, 
laser zaznava 180° okolice ter tako dejansko ustvari 180° snop svetlobe. To je 
prikazano na sliki 2.4. 
 
 
Slika 2.4:  180° snop žarkov iz laserja 
 
Razdalja med senzorjem in objektom v določeni smeri pa se izračuna iz časa, 






2.2.2.  Ultrazvočni senzorji 
 
Ultrazvočni senzorji so nameščeni na sprednjem in zadnjem delu robota, in 
sicer je teh osem spredaj in osem zadaj. Na sliki 2.5. so ultrazvočni senzorji vidni kot 
zlati krogci na obeh straneh robota. 
 
 
Slika 2.5:  Ultrazvočni senzorji 
 
 Razporejeni so tako, da skupaj pokrivajo 360° okolice, kot je vidno na sliki 
2.6. Občutljivost senzorjev je od 10 cm do 4 m. Aktiven pa je le po en senzor 
naenkrat, in sicer za 40 ms. 
 
 





2.2.3  Serijska povezava z računalnikom 
 
Robotskega vodiča z računalnikom povežemo s serijsko povezavo preko USB 
vmesnika. Da pa komunikacija nemoteno poteka, za to poskrbi server, izveden s 
programom guiserver, nanj pa se povezujejo ostale aplikacije za vodenja ali nadzor 
robota. Za delovanje je treba nastaviti prava komunikacijska vrata za serijsko 
komunikacijo (COM). Privzeto je nastavljen COM1, vendar v večini primerov 
priključitve robota na računalnik teh ne zasede COM1, ampak tista vrata, ki so 
razpoložljiva. Zato moramo v Windows upravitelju naprav preveriti, na kateri COM 
se je robot povezal. Ko vemo na kateri COM je povezan, s pomočjo komandnega 
okna poženemo guiserver. To storimo tako, da se v komandnem oknu postavimo na 
lokacijo C:\Program Files\MobileRobots\Arnl\bin in izvedemo ukaz guiserver –rp 




Slika 2.7:  Komandno okno  
 
2.3  Uporabniški vmesnik 
 
Uporabniški vmesnik je aplikacija, s katero se upravlja robota. Napisan je v 
programskem okolju C++ Builder 5 in v programskem  jeziku C++. Zgrajen je iz treh 
oken, in sicer iz Nastavitev, Zemljevida in okna Vodič. Uporabniški vmesnik je 
namenjen enostavnemu upravljanju z robotskim vodičem in omogoča dodajanje, 




začetku posneli. Za hitro vodenje pa ima možnost izbire med  že v naprejposnetimi 
znamenitostmi. V podoknu nastavitve pa ima še možnost pošiljanja direktnih ukazov 
robotskemu vodiču.    
 
2.3.1  Podokno Nastavitve 
 
Podokno Nastavitve je namenjeno nastavljanju parametrov in pošiljanju 
različnih ukazov robotskemu vodiču. Zgrajeno je iz petih podskupin, in sicer iz 
podskupine Ukazi, Izbirno polje, Nastavitve hitrosti, Nastavitve zaznavanja ovire 




Slika:2.8 Podokno Nastavitve 
 
 
Podskupina Ukazi (slika 2.9) je namenjena hitremu pošiljanju ukazov 
robotskemu vodiču. V okvirčku povezava povemo na kateri naslov IP se mora robot 
povezati. V našem primeru je to »localhoste«, saj delujeta server in naša aplikacija na 
istem računalniku. V okvirček »name« vnesemo ukaz, ki ga želimo izvesti, to lahko 
enostavno naredimo tako, da kliknemo na želenega iz spodnjih ukazov. Da se ukaz 
izvede, moramo pritisniti na gumb »requestOnce«. Če pa želimo, da se pogoj izvaja 




vpišemo v okence ms, kjer podamo čas v milisekundah. Za prenehanje ukaza pa 
pritisnemo gumb »requestStop«.  
 
 
Slika 2.9:  Podskupina ukazi 
 
Izbirno polje (slika 2.10) je namenjeno za dodatnim vklopom vodičevih 
lastnosti, kot so »safedrive«, »joystckdrive«, »keyborddrive« in mnoge druge.  
 
Slika 2.10:  Izbirno polje 
 
Podskupina Hitrost (slika 2.11) je namenjena nastavljanju hitrosti robotskega 
vodiča. Z zgornjim drsnikom nastavljamo translatorno hitrost vožnje, s spodnjim pa 
kotno hitrost. Nastavljeno hitrost shranimo z gumbom shrani hitrost. Ukaz za hitrost 






Slika 2.11:  Podskupina hitrost 
 
Najpomembnejša med vsemi je podskupina Nastavitve zaznavanja ovire 
(slika 2.12). Te nastavitve je namreč potrebno prilagajati kvaliteti posnetega 
zemljevida. Če smo zemljevid zelo dobro posneli (natančno opisuje okolje), mora 
biti mera ujemanja laserja nizka, če pa je slabo posneto, je mera visoka. Natančnost 
zaznavanja ovire nam pove, kako hitro bomo oviro zaznali. Če je velika, in če je 
zemljevid dobro posnet, ovire skoraj ne bomo zaznali, ker te vrednosti nismo dosegli. 
Če pa nastavimo prenizko, nam za vsako neujemanje (npr. šum laserja) javi, da je 
pred vodičem ovira, čeprav je ni. Natančnost ujemanja zemljevida nam pove, koliko 
laserskih žarkov (60° snop laserskih žarkov) vodiča se ujema s prej posnetim 
zemljevidom. Če imamo zemljevid posnet dobro, lahko nastavimo visoko vrednost, 
če pa ni posnet dobro, lahko nastavimo le nizko vrednost. V primeru slabo posnetega 
zemljevida in visoko nastavljenega ujemanja ovire ne bomo zaznali, ker bo vodič 
mislil, da je zemljevid slab. Za spreminjanje parametre enostavno vnesemo v okenca 








2.3.2  Podokno Zemljevid 
 
Podokno Zemljevid (slika 2.13) je namenjeno določevanju znamenitosti na 
vnaprej posnetem zemljevidu. Podokno omogoča določevanje, urejanje, brisanje in 
shranjevanje znamenitosti. Ponuja pa tudi možnost nalaganja starega načrta vodenja 
po znamenitostih ter urejanje in brisanje le-tega. Ima možnost hitrega preizkusa 
vodenja do znamenitosti, da vidimo, če smo lokacijo znamenitosti pravilno izbrali. 
Lokacijo znamenitosti lahko ročno vpišemo v polja za pozicijo x, y ter še kot fi v 
katero smer se mora robot ob predstavitvi obrniti. Podokno Zemljevid je razdeljeno 
na pet podskupin, in sicer na Izpis zemljevida, Zemljevid, Upravljanje vodiča, 
Nastavitve zemljevida in najpomembnejše podskupine za Dodajanje znamenitosti. 
 
Slika 2.13:  Podokno Zemljevid 
 
 
Podskupini Nastavitve zemljevida (slika 2.14) in Zemljevid sta med seboj 
povezani, saj s premikanjem drsnika vplivamo na povečavo zemljevida (glej sliko 
2.15). Center povečave je vedno robot. Gumb lokaliziraj na x, y lokalizira na točko 
x, y, ki smo jo določili s klikom na zemljevid. Če imamo robota že lokaliziranega, 




neujemanja simuliranih in dejanskih laserskih žarkov, kar pomeni, da se je robot v 
zemljevidu izgubil. Gumb pojdi na pa robotu pove, na katero lokacijo iz rubrike Cilj 
mora iti. Z gumbom pojdi na x, y pa robota pošljemo na mesto klika na zemljevidu. 
Če ob povezavi robota in Uporabniškega vmesnika ni avtomatsko naložilo 
zemljevida, lahko zemljevid pridobimo s klikom na gumb Pridobi zemljevid.    
 
 
Slika 2.14:  Podskupina Nastavitve zemljevida 
 
 
Podskupina Zemljevid je namenjena za hiter vnos lokacije znamenitosti, saj je 
ročno vnašanje koordinat znamenitosti skoraj nemogoče. S pomočjo podokna 
Zemljevid pa lahko to naredimo na zemljevidu samo z enim klikom na izbrano 
lokacijo in koordinate se nam izpišejo v spodnjih okencih za x, y koordinate. Za 
določevanje kam mora biti robot obrnjen v tej točki pa enostavno kliknemo, 
pridržimo in  miško povlečemo v želeno smer, kot v stopinjah pa se nam bo vpisal v 
okence fi. Za povečavo uporabljamo drsnik iz podskupine Nastavitve zemljevida 
(slika 2.14). Vidne svetlomodre črte so laserski žarki laserskega senzorja. Ob stenah 
zemljevida, ovir in objektov se končajo. Na spodnji sliki pa vidimo, kje zemljevid ni 
dobro zgrajen, saj le-ti uhajajo iz njega. Zelene pike v okolici robota pa nastanejo od 







Slika 2.15:  Podskupina Zemljevid 
 
Podskupina Izpis zemljevida (slika 2.16) ni pomembna, nam pa v spodnje 
okence vpiše vse točke daljic, ki zaznamujejo zemljevid. Gumb Poizkus lokalizacije 
nam pomaga pri natančnem lokaliziranju robota, seveda ga moramo v grobem ročno 
postaviti v zemljevidu. Izbirno polje nariši simulacijo nam na zemljevidu nariše še 
simuliran laserski žarek. Izbirno polje Podpora za vožnjo pa vključi še podporo 
ultrazvočnih senzorjev, ki gledajo, kako blizu stene smo že prišli. 
 
 





Podskupina Upravljanje vodiča (slika 2.17) je sestavljena iz treh gumbov in 
treh izbirnih polj. Namenjena je hitremu preizkušanju, saj ko izberemo lokacijo na 
zemljevidu, lahko vidimo, če smo lokacijo dobro izbrali in robota dobro orientirali. 
Izbirno polje Ciklično vodenje omogoča, da vodič ciklično kroži po izbranih 
znamenitostih. Za začetek vodenja moramo v izbirno polje Vodič Omogoči postaviti 
kljukico. Da se samo vodenje začne pa še v izbirno polje Začni vodenje. Če želimo z 
vodenjem končati, pritisnemo na gumb Vodič končaj. Za prekinitev vodenja 
izberemo gumb Prekini, za nadaljevanje z vodenjem pa gumb Nadaljuj.    
 
 
Slika 2.17:  Podskupina Upravljanje vodiča 
 
 
Najpomembnejša podskupina v oknu Zemljevid je Dodajanje znamenitosti 
(slika 2.18),  saj bi morali brez nje ročno generirati tekstovno datoteko in vanjo ročno 
vpisati koordinate znamenitosti, ime znamenitosti, indeks govora in trajanje govora. 
V okenca za x, y in fi lahko podatke ročno vnesemo, ali pa jih vnesemo s klikom na 
podskupino Zemljevid (slika 2.13). V okence Indeks govora vpišemo zaporedno 
številko govora, ki ga želimo predvajati ob tej znamenitosti. Ta govor moramo prej 
shraniti v glasbeni datoteki. V okence Čas postanka pa vnesemo koliko sekund 
želimo, da bo robot počakal ob znamenitosti. S klikom na gumb dodaj dodamo 
znamenitost v zgornje večje okence, kjer lahko dodamo več znamenitosti in nato z 
gumbom Shrani načrt vodenja shranimo vodenje po znamenitostih. Če želimo 
naložiti že generiran načrt vodenja, kliknemo na gumb Naloži načrt vodenja in odpre 




shranjen načrt vodenja. Z gumbom Briši izbrišemo znamenitost iz zgornjega večjega 
okenca. Z gumbom Spremeni pa lahko spremenimo lastnosti znamenitosti. To 
naredimo tako, da kliknemo želeno znamenitost v zgornjem večjem okencu, potem 
kliknemo gumb Spremeni in podatki iz znamenitosti se prepišejo v spodnja manjša 
okenca, kjer jih lahko uredimo in nato z gumbom Dodaj dodamo nazaj v zgornji 
seznam. Gumba Vodič gor in Vodič dol služita za pomikanje po seznamu, če imamo 
v njem več znamenitosti.  Gumbi Shrani znamenitost, Odpri znamenitost in 
Brisanje znamenitosti so namenjeni za shranjevanje, odpiranje in brisanje samo ene 
posamezne znamenitosti, ki jo uporabljamo pri podoknu Vodič. Izbirno polje 
Detekcija cilja se uporablja zato, da robot ni treba do milimetra natančno prispeti v 
cilj, ampak zgolj s tolerančno vrednostjo, ki mu jo podamo. V našem primeru je to le 
nekaj centimetrov, saj pri vodenju po galeriji ni zahtevana velika natančnost lege 
robota pred znamenitostjo zato, zadostuje natančnost robota nekaj centimetrov. S tem 
pridobimo na hitrosti postavitve robota na želeno točko, saj zaradi napake senzorjev 
in slabega zemljevida robot težko najde točko do milimetra ali manj natančno. 
Izbirno polje Ignoriraj orientacijo pa služi temu, da se robot na cilju ne postavi pod 
želenim kotom, ampak ostane pod takšnim, kot je prispel na lokacijo. 
 








2.3.3  Podokno Vodič 
 
Podokno Vodič (slika 2.19) je namenjeno hitremu sestavljanju vodenih ogledov. Če 
imamo znamenitosti že vnaprej shranjene, lahko enostavno izbiramo med njimi in jih 
dodajamo na seznam ogleda. Lahko pa naložimo tudi shranjene oglede. Podokno 
Vodič je zgrajeno iz štirih podskupin, in sicer iz Izbire znamenitosti, Upravljanje 
vodiča, Seznamom vodenja in Urejanje vodenja. 
 
 
Slika 2.19:  Podokno Vodič 
 
 
Podskupina Izbira znamenitosti (slika 2.20) je namenjena za hitri pregled 
med že vnaprej shranjenimi znamenitostmi. S klikanjem na gumba Naprej in Nazaj 
se lahko enostavno premikamo levo in desno ter vizualno izbiramo med 
znamenitostmi. Z gumbom  Dodaj ogled pa dodamo znamenitost v desno izbirno 







Slika 2.20:  Podskupina Izbira slike 
 
 
S podoknom Upravljanja vodiča upravljamo z vodičem. Da povežemo robota 
in uporabniški vmesnik, moramo klikniti na gumb Poveži robota. V ozadju pa se 
naloži še zemljevid v podskupini Zemljevid, ki je v podoknu Zemljevid, ter 
omogoči laserski in ultrazvočni senzor. Gumb Pozabi robota pa naredi ravno obratno 
kot gumb Poveži robota.  Gumb Omogoči postavi vsa stanja robota tako, da je robot 
pripravljen na začetek vodenja. Z gumbom Začni začnemo vodenje po 
znamenitostih, ki so shranjene v spodnjem seznamu vodenja. Z gumbom Končaj 
končamo vodenje, robot se ustavi na mestu, kjer se je v tistem trenutku nahajal 
(vodenja ni mogoče nadaljevati, možno je le začeti od začetka). Z gumbom Prekini 
enostavno prekinemo vodenje, robot obstoji na mestu prekinitve, za nadaljevanje pa 
enostavno pritisnemo gumb Nadaljuj. Izbirno polje Ciklični pohod pa nam omogoči 






Slika 2.21:  Podskupina Upravljanje vodiča 
 
Podskupina Seznam lokacij je namenjena za izpis znamenitosti, ki se jih bo 
med vodenjem ogledalo. V njem so napisane koordinate, kot, indeks zvočne datoteke 
in čas postanka pri znamenitosti. Seznam se upravlja s podskupino Urejanje lokacij 
(slika 2.23). 
 
Slika 2.22:  Podskupina Seznam lokacij 
 
Podskupina Urejanje lokacij (slika 2.23) je namenjena upravljanju s 
seznamom lokacij. Z gumbom Naloži lahko naložimo že vnaprej shranjene načrte 
vodenja. Z gumbom Shrani pa lahko shranimo načrt vodenja, ki smo ga generirali z 
dodajanjem znamenitosti. Gumba Vodič gor in Vodič dol služita za pomikanje v 
seznamu, kadar imamo v njem veliko znamenitosti. Z gumbom Briši pa izbrišemo 
izbrano znamenitost. 
 




2.4  Testiranje in razvijanje 
 
Testiranje in razvijanje robotskega vodiča je večinoma potekalo na simulatorju. 
Ko je bil uporabniški vmesnik dovolj razvit, sem ga preizkusil še na robotu. Za 
testiranje sem uporabljal Pioneerjev razvojni komplet za simulacijo in testiranje. Za 
simuliranje sem uporabljal aplikacijo MobileSim, s katero nadomestimo realnega 
robota.  Za opazovanje in testiranje sem uporabljal grafični vmesnik MobileEyes. Za 
urejanje in oblikovanje zemljevida pa aplikacijo Mapper3. Za povezavo med 
MobileSim in uporabniškim vmesnikom pa je skrbel program guiserver.  
 
 
2.4.1  Grafični vmesnik MobileEyes 
 
Grafični vmesnik MobileEyes (slika 2.24) uporabljamo za ogled izhoda 
senzorjev v zemljevidu, pošiljanje ukazov robotu in kreiranje zemljevida [8]. 
MobileEyes lahko uporabljamo za katerega koli robota proizvajalca MobileRobots. 
 
Grafični vmesnik ima na ukaze za upravljane z robotom na vrhu. Zgornja 
vrstica je namenjena vožnji robota s tipkovnico. Druga vrstica pa je namenjena 
upravljanju in prikazovanju zemljevida. Na sliki 2.24 črne črte in pike predstavljajo 
zemljevid okolja, ki smo ga posneli z robotom. Rdeč krogec je naš robot, ki ima s 
črno črtico ponazorjeno orientacijo. Modre pike so odboji laserskega senzorja, 






Slika 2.24:  Grafični vmesnik MobileEyes  
 
Za kreiranje zemljevida  moramo robota zapeljati po prostoru. To storimo tako, 
da robota upravljamo preko tipkovnice in ga zapeljemo po prostoru ter z laserskim 
senzorjem zajemamo prostor. Da pa se nam zemljevid izriše, uporabimo MobileEyes 
za zajemanje zemljevida. To naredimo tako, kot je pokazano na sliki 2.25. V meniju 
kliknemo orodja, nato kreiraj zemljevid (Map Creation) in nato začni zajemanje 
(Start Scan). Nato robota zapeljemo po prostoru in poizkusimo prostor čim bolj 
natančno posneti. Da zaključimo z zajemanjem, kliknemo končaj zajemanje (Stop 
Scan). V grafičnem vmesniku se nam izriše zemljevid, ki pa še ni urejen. Za urejanje 
zemljevida uporabimo orodje Mapper3, ki je  opisano v naslednjem poglavju. 
 
 





2.4.2  Orodje Mapper3 
 
Mapper3 (slika 2.26) je orodje za ustvarjanje zemljevidov, ki jih predhodno 
posnamemo z robotom, saj program Mapper3 sam nima možnosti zajemanja 
zemljevida [9]. Z njim enostavno urejamo zemljevid, kot je risanje po njem, 
dodajanje polnilnih postaj, ciljev in določevanja prepovedanih območij. Vsa ta 
orodja se nahajajo v orodni vrstici, kjer so še orodja za upravljanje z zemljevidom.  
 
Ko z robotom posnamemo zemljevid, je ta sestavljen iz točk. Če bi uporabljali 
zemljevid sestavljen iz točk, bi to zelo bremenilo procesor, saj bi moral preračunati 
razdalje do vsake točke. Da procesorju olajšamo delo, na mestu kjer so točke 
kolinearne, potegnemo premice, nato pa vsepovsod, kjer imamo premice, pobrišemo 
točke. Na zemljevidu lahko dodamo še prepovedana območja, kar pomeni, da čeprav 
tam ni sten ali drugih ovir, robot tja ne zaide. Če imamo polnilno postajo za robota, 
lahko dodamo še to. Možnost pa imamo tudi za dodajanje ciljev na zemljevidu, 










2.4.3  Orodje MobileSim 
 
MobileSim (slika 2.27) je programsko orodje za simulacijo mobilnih robotov 
znamke MobileRobots, za odpravljanje napak v programih za njihovo vodenje in za 
njihovo testiranje [10]. Z MobileSim lahko realiziramo simulacijo realnega robota, 
program za vodenje (npr. našega vodiča po galeriji) pa na njem izvajamo enako kot 
na dejanskem robotu brez potrebnih sprememb. 
 
MobileSim sem uporabljal za simuliranje realnega robota v času razvoja 
uporabniškega vmesnika, saj bi preizkušanje na dejanskem robotu vzelo preveč časa. 
Z MobileSim ne moremo posneti zemljevida, zato sem ga moral kreirati z Grafičnim 
vmesnikom MobileEyes in nato urediti v programskem orodju Mapper3. Ob zagonu 
MobileSim se mora izbrati model robota, ki ga bomo simulirali, saj imajo različni 
modeli različno postavitev senzorjev. Nato izberemo še zemljevid. v katerem bomo 
simulacijo izvajali in potem je simulator pripravljen. Če robot ni dobro lokaliziran, 
nanj enostavno kliknemo in ga postavimo na želeno lokacijo. Za pravilno orientacijo 
pa kliknemo z desnim gumbom in robota s pomočjo miške pravilno zavrtimo. Ko 








Za testiranje zaznavanja nekaterih ovir sem moral ustvariti novo oviro. V 
mojem primeru sem to storil tako, da sem kreiral še enega robota. Ker normalen 
zagon MobileSim ne omogoča izbire več robotov, sem moral le-tega pognati s 
komandnim oknom. To sem storil tako, da sem se postavil na lokacijo od inštalacije 




Slika 2.28:  Zagon MobileSim z komandnim oknom 
 
 
Ta ukaz je pognal MobileSim z  dvema robotoma, in sicer robota 3AT in 
robota 3DX, dvojka pa pomeni modro barvo robota.  Robota 3DX sem enostavno 


















2.5  Delovanje robotskega vodiča 
 
 
 Delovanje robotskega vodiča je v celoti napisano v programskem jeziku C++. 
V nadaljevanju bom opisal in razložil najpomembnejše funkcije in ukaze robotskega 
vodiča. Programska koda sicer vsebuje kar nekaj funkcij, vendar za samo delovanje 
niso zelo pomembne in nimajo vpliva na delovanje robota, ampak predvsem na sam 
videz uporabniškega vmesnika. Robotskega vodiča upravljamo s pošiljanjem ukazov 
robotu.   
 
 
2.5.1  Funkcije 
 
Obstajata dve skupini funkcij, in sicer funkcije za upravljanje robotskega 
vodiča in funkcije za videz uporabniškega vmesnika. Funkcije za upravljanje 
robotskega vodiča so namenjene upravljanju z vodičem in pošiljanju ukazov za 
vodenje. Funkcije za upravljanje uporabniškega vmesnika pa skrbijo za videz le-tega. 
 
Najpomembnejša funkcija za delovanje samega robotskega vodiča je 
PrehajanjeStanj. Z diagramom poteka je grafično razložena na sliki 2.29. Funkcija 
služi robotu za vodenje po galeriji. Robot s pomočjo te funkcije ve kaj početi, saj mu 
le-ta pove glavne lastnosti vodenja. Zgrajena je iz Switch Case stavkov, ki  na 
podlagi izbiranja služijo za prehajanja med stanji, kot so začetek, vozi, ovira, akcija, 












Začetno stanje je začetek, ki se dodeli ob zagonu uporabniškega vmesnika. To 
stanje nam služi kot čakanje, da omogočimo robotu vodenje. Ko je vodenje 
omogočeno, robotu dodelimo novo stanje, in sicer vozi. 
 
case ZACETEK: 
            if(Form1->CheckBox_IzvidnikZacniPohod->Checked ){ 
                Form1->CheckBox_IzvidnikZacniPohod->Checked=false; 
                IzvidnikPojdiNaLokacijo(IzvidnikLokacija[0], 0); 
                trenutnaLokacija=0; 
                Stanje=VOZI; 
                timeOut=0; 
                Form1->Button16->Click(); 
                Form1->CheckBox_Trace->Checked=true;   // omogocim snemanje 
            } 
            timeOut=0; 
            countFailed=0; 
   break; 
 
V stanju vozi robot preverja, če je že prišel na želeno lokacijo. V primeru, da je 
prišel, stanje spremeni v akcija in robotu pošlje ukaz za stop. Nato predvaja govor, 
ki je namenjen za to lokacijo, ter ponastavi čas.  
 
if(Status==ARRIVED || IzvidnikAliSemNaCilju(IzvidnikLokacija[trenutnaLokacija]) ){ 
                    Stanje=AKCIJA; 
                    PATrequestOnce("stop");      
                    char ZvokFile[100];  
                    String FileIme = ""; 
                     FileIme = FileIme + IzvidnikLokacija[trenutnaLokacija].indexWav +".wav"; 
                     strcpy(ZvokFile,FileIme.c_str() );  
                     PlaySound(ZvokFile,NULL,SND_FILENAME|SND_ASYNC );                       
                  timeOut=0; 





Če pa robot še ni prišel na cilj in če je s pomožne funkcije dobil odgovor, da 
cilja ni možno doseči,  preverimo kolikokrat se je to že ponovilo. Če se je to zgodilo 
večkrat, kot je nastavljeno, robota pošljemo na naslednjo lokacijo. Če ni več 
naslednjih lokacij pa ga pošljemo na začetno lokacijo in robotu dodelimo stanje vozi.  
 
else if(Status==FAILED){ 
                    if(countFailed<STEVILO_FAILED_PONOVITEV){ 
         // ponovno ga posljemo na isto lokacijo 
                        IzvidnikPojdiNaLokacijo(IzvidnikLokacija[trenutnaLokacija], trenutnaLokacija);          
                        countFailed++; 
                    } 
                    else{ 
                         trenutnaLokacija++  // gre na drugo lokacijo, ce mu ne uspe 
                        if(trenutnaLokacija>=stLokacij)               // ciklicno krozi 
                              trenutnaLokacija=0; 
                         Stanje=VOZI; 
          // posljemo ga na nasledno lokacijo 
IzvidnikPojdiNaLokacijo(IzvidnikLokacija[trenutnaLokacija], 
trenutnaLokacija);    
                         countFailed=0; 




V primeru da se ne zgodi nič od zgoraj naštetega pa sklepamo, da je pred 
robotom ovira, ki jo zaznamo s pomočjo funkcije IzvidnikAliOviraPredMano. Če 
funkcija vrne, da je pred nami ovira, se zgodi naslednje. Stanje spremenimo v ovira, 
robotu pošljemo ukaz stop, predvajamo zvok, ki je namenjen za to situacijo, v 
uporabniškem vmesniku izpišemo besedilo ovira pred nami in ponastavimo čas. To 









 if( IzvidnikAliOviraPredMano() ) 
    { 
             Stanje=OVIRA; 
             PATrequestOnce("stop"); 
             Form1->LabelOvira->Caption="Ovira pred mano"; 
             PlaySound("ovira",NULL,SND_FILENAME|SND_ASYNC ); 
             timeBlock = 0; 
     } 
 
Stanje ovira robotu ukaže čakanje deset sekund, da se  dokonča govor, in da se 
ovira, če je to človek, umakne. Po desetih sekundah se stanje spremeni v vozi in 
robota pošlje na isto lokacijo. 
 
case OVIRA: 
 if(timeBlock > 10) 
 { 
  Stanje=VOZI; 
  IzvidnikPojdiNaLokacijo(IzvidnikLokacija[trenutnaLokacija], 





Stanje akcija pa preverja, če je čas predvajanja govora na lokacijah že pošel. V 
primeru, da je robota pošlje na naslednjo lokacijo in pri tem preveri, da to ni bila 
zadnja. V primeru, da je to zadnja, lokacija ga pošlje na začetek in dodeli stanje vozi. 
Če nimamo nastavljenega cikličnega vodenja in smo na začetni lokaciji, robot sklepa, 
da smo z vodenjem končali in dodelimo stanje začetek, kjer tudi čakamo, da se 








      // pocakam kot je zahtevano z ukazom 
        if(timeOut > IzvidnikLokacija[trenutnaLokacija].casPostanka){   
          trenutnaLokacija++; 
             if(trenutnaLokacija>=stLokacij){               // ciklicno krozi 
                  trenutnaLokacija=0; 
            } 
            Stanje=VOZI; 
            if(trenutnaLokacija==0 && !Form1->CheckBox_IzvidnikCiklicniPohod->Checked 
            || !Form1->CheckBox2->Checked){ 
            Stanje=ZACETEK; 
            } 
            IzvidnikPojdiNaLokacijo(IzvidnikLokacija[trenutnaLokacija], trenutnaLokacija); 
        } 
break; 
 
Stanje prekinitevvozi pa pošlje robotu ukaz za stop s čim robota ustavimo. 
 
case PREKINITEVVOZI: 
            PATrequestOnce("stop"); 
break; 
 













Funkcija IzvidnikAliOviraPredMano je klicana iz funkcije PrehajanjeStanj 
in je logičnega tipa, zato vrne le drži ali ne drži. Za lažje razumevanje funkcije je 








Deluje pa tako, da za vsak laserski žarek med šestdeset in sto dvajset 
stopinjami preveri ujemanje med simuliranim in realnim laserskim žarkom. To 
naredi tako, da izračuna mero ujemanja med žarki.  
 
double mera=( fabs(LaserSimulatedData.distance[i]-LaserData.distance[i]))/( 
max_(LaserSimulatedData.distance[i],LaserData.distance[i]) ); 
 
Nato pa preverimo mero ujemanja z mero, ki jo mi določimo na podlagi 
natančnosti zemljevida. Če je zemljevid slabo posnet, mora biti mera dokaj velika.  
Če je izračunana mera večja od podane in če je izračunana večja od prejšnje 
izračunane,  za ena povečamo možnost ovire. V nasprotnem primeru preverimo, če 
je možnost ovire večja od maksimalne možnosti ovire. Če je možnost ovire, se 
prepiše v maksimalno možnost ovire in nato postavi na nič.  
Če je izračunana mera manjša od podane, se ujemanje zemljevida poveča za 
ena in se nato izračunana mera prepiše v prejšnjo mero. 
 
if(mera>OviraMera) 
                    { 
                        if(meraOld>OviraMera) 
                            moznostovire++; 
                        else 
                        { 
                            if(moznostovire>moznostovireMax) 
                                moznostovireMax=moznostovire; 
                            moznostovire=0; 
                        } 
                    }else if( mera<OviraMera ) 
                        stUjemanj++; 






Na koncu pa preverimo, če je izračun mera za možnost ovire večja od 
nastavljene možnosti ovire, in če je ujemanje zemljevida večje od nastavljenega 
ujemanja.  
if( moznostovireMax>OviraKiks &&  stUjemanj>OviraUjemanje) 
return true;  
 else 
  return false; 
 
Nastavljanje ujemanj in mer je mogoče iz okna Nastavitve uporabniškega 
vmesnika. Kako parametre pravilno nastaviti pa je opisano v poglavju 2.3.1 v 







Za delovanje robotskega vodiča so ukazi bistvenega pomena. Z njimi 
upravljamo z robotom ter od njega pridobivamo vrednosti senzorjev. Ukaze na 
primer uporabljamo za pošiljanje robota na določeno lokacijo, pridobivanje 
informacij senzorjev, pridobivanje vrednosti kolesnih kodirnikov, pridobivanje 
zemljevida za zaustavitev robota, za odobritev senzorjev in še nekaj manj 
pomembnih, kot je na primer pridobitev imena zemljevida. Razlikujemo pa med 
ukazi, ki se zgodijo samo enkrat in ukazi, ki se prožijo periodično, kot smo to 
definirali. V našem primeru je to na sto milisekund. 
 
Pri robotskem vodiču je eden iz med najpomembnejših ukazov ukaz za stop. 
Ukaz se izvede samo enkrat in robotskemu vodiču pove, da se mora takoj ustaviti. 






Ukaz za pridobivanje zemljevida nam iz simulatorja naloži zemljevid, ki ga 
potem uporabljamo v uporabniškem vmesniku za določanje lokacij znamenitosti in 
ciljev. Ukaz izvedemo takole:  
PATrequestOnce("getMap"); 
 
Da pa pridobimo še ime zemljevida, pa uporabimo naslednji ukaz: 
PATrequestOnce("getMapName"); 
 










 (*PATrequestOncePacket)(gotoPose,(void *)&p); 
 
Ukaz robotu pove na katere x, y, koordinate se mora postaviti in pod kakšnim 
kotom mora biti obrnjen. Ta ukaz se uporabi vsakič, ko želimo robota poslati na 
želeno lokacijo. Funkcija gotoPose je del že obstoječih knjižnic mobilnega robota in 
smo jo pri izvedbi mobilnega vodiča le uporabili. Funkcija zna načrtati pot od 
začetne lege robota do podane ciljne lege mimo vseh ovir, tako da upošteva 
zemljevid okolja. Dobljena pot se med vožnjo platformo stalno preverja in se ob 
morebitni detekciji neznane ovire tej poskuša izogniti.  
 
Ukaze lahko pošiljamo iz uporabniškega vmesnika tudi mi sami. Na podoknu 
Nastavitve je podskupina ukazi. Od tam imamo možnost tudi ročno poslati robotu 
naslednje ukaze:  
stop, home, gyroEnable, gyroDisable, update, laserCurrent, getMapBinary, tourGoals in 




Ob izbiri ukaza in kliku na gumb request se izvede naslednji stavek:  
 
PATrequest(Edit_name->Text.c_str(), StrToInt(Edit_ms->Text) ); 
 
Ta pošlje robotu ukaz in čas, na koliko časa naj se ta ukaz izvede. Tak način 
pošiljanja ukaza se uporablja za branje senzorjev in kodirnikov, saj moramo poznati 
njihovo vrednost na nekaj milisekund (na čas vzorčenja 1000 ms).  
 




Ta stavek pa pošlje robotu ukaz, ki se izvede samo enkrat. Ta stavek se po navadi 
uporablja za pošiljanje ukaza stop, pridobi zemljevid in podobne ukaze, za katere ni 
potrebno, da se izvajajo na nekaj milisekund. 
 
 
2.6  Možnost nadgradnje 
 
Robotskega vodiča in uporabniški vmesnik je možno nadgraditi. Robotskemu 
vodiču je možno dodati razne senzorje za zajemanje prostora, za zajemanje slike mu 
je možno dodati tudi robotsko roko. Sama komunikacija med uporabniškim 
vmesnikom in robotskim vodičem bi lahko bila brezžična, kar bi zelo izboljšalo samo 
vodenje. V tem primeru bi morali na robota namestiti še računalnik s programom za 
predvajanje zvoka. Uporabniški vmesnik pa je mogoče nadgraditi tako,da bi lahko 








2.6.1  Nadgradnja robotskega vodiča 
 
Robotskega vodiča je mogoče nadgraditi z robotsko kamero za boljše 
prepoznavanje prostora, izboljšanje robotskega vida ali za nadzor okolice robota 
(slika 2.31). Za mobilnega robota znamke MobileRobots je na voljo kar nekaj vrst 
kamer, ki so prilagojene za model Pioneer P3-AT.  Ena izmed možnosti je kamera za 
notranjo uporabo z možnostjo rotiranja po vseh oseh, in sicer v vodoravni smeri od -
170° do +170° in v vertikalni smeri od -30° do +90° [11]. Optično povečavo kamere 
je mogoče programsko nadzorovati. Kamera ima samodejno ostrenje in osvetlitev 
slike. Video pa zajema v resoluciji 704x576 slikovnih pik. Za krmiljenje kamere je 








Vodenje robotskega vodiča poteka preko uporabniškega vmesnika, ki deluje na 
računalniku. Med seboj pa sta povezana preko serijske komunikacije, to je žično. To 
pomeni, da bi moral biti računalnik vedno na robotu. To težavo lahko rešimo s 
pretvornikom iz serijske komunikacije na brezžično (slika 2.32). Z vmesnikom se 
lahko povežemo na brezžično omrežje ali pa na dostopne točke, ki jih kreiramo s 
programsko opremo proizvajalca MobileRobots [12]. To pomeni, da lahko robota 
upravljamo na daljavo. S tem se nam odpre veliko možnosti uporabe robota. 
Pretvornik vsebuje dva serijska vhoda, kar pomeni, da lahko poleg robota priklopimo 
še kakšno napravo, ki ima te vrste komunikacijo.  
 
 
Slika 2.32:  Pretvornik iz serijske komunikacije na brezžično 
 
 
V primeru brezžičnega vodenja bi morali na robota dodati še brezžično 
napravo za predvajanje zvoka ali brezžične zvočnike saj je vodenje zdaj realizirano 









2.6.2  Nadgradnja uporabniškega vmesnika 
 
Uporabniški vmesnik je možno še nadgraditi, izboljšati, preurediti in ga 
dodelati za točno specifično uporabo.  
V primeru dodajanja strojne opreme na robota je potrebno dodelati tudi 
uporabniški vmesnik za boljši izkoristek strojne opreme. Če bi na robota na primer 
dodali kamero za video nadzor ali za strojni vid robota, bi morali uporabniški 
vmesnik dodelati v tej smeri, da bi robot znal iz zajete slike prepoznavati prostor 
okoli sebe. To sliko pa bi bilo dobro prikazovati tudi na samem uporabniškem 
vmesniku, vendar obdelava slike zahteva veliko procesorsko moč, kar posledično 
zelo podraži robotskega vodiča.  
 
Izboljšati pa je mogoče tudi sam uporabniški vmesnik. Ena takšna izboljšava je 
vnašanje znamenitosti. Ko bi vnašali znamenitost, bi se odprlo podokno, kjer bi 
lahko izbrali sliko, kako se bo znamenitost prikazovala v uporabniškem vmesniku in, 
lahko bi izbrali ali napisali besedilo, ki bi bilo povedano ob znamenitosti. To 
besedilo bi se avtomatsko pretvorilo v zvočno datoteko. MobileRobots je razvil 
knjižnico ArSpeechSynth_Cepstral, ki jo lahko vključimo v C++ kodo. Knjižnica 





3  Zaključek 
Naredil sem uporabniški vmesnik, za lažje upravljanje robotskega vodiča po 
galeriji. Robotski vodič je namenjen avtomatiziranemu vodenju ogleda po galeriji. 
Uporabniški vmesnik omogoča enostavno sestavo ogleda, kjer lahko vnašamo slike 
znamenitosti, lokacijo znamenitosti in tekst, ki ga vodič pred znamenitostjo pove 
obiskovalcem. Vodič se zna samostojno premikati po galeriji s pomočjo vnaprej 
posnetega zemljevida okolice, načrta si svojo pot gibanja in se izogiba oviram na poti 
do ciljne znamenitosti. V kolikor pri gibanju ni uspešen, smo program nadgradili še s 
funkcijo, ki to zazna, in z govorom sporoči obiskovalcem, da cilja ne more doseči. 
Zato nagovori in  prosi obiskovalce naj mu omogočijo prosto pot v primeru, če bi ga 
le-ti obkrožali. Uporabniški vmesnik je v celoti napisan v programskem orodju 
Borland C++ Builder 5. Vmesnik omogoča komunikacijo z robotom prek serijske 
komunikacije. Razdeljen je na tri okna, in sicer na Nastavitve, Zemljevid in Vodič. 
Vsako okno ima svojo vlogo v uporabniškem vmesniku. Z oknom Nastavitve lahko 
vodiču nastavljamo določene parametre, ki pripomorejo k boljšem vodenju. Okno 
Zemljevid je namenjeno enostavnemu shranjevanje znamenitosti, ki jo bomo nato 
vključili v vodenje s podoknom Vodič. Podokno Vodič pa je namenjeno hitremu 
sestavljanju vodenega ogleda. saj lahko le z nekaj kliki izberemo med 
znamenitostmi, ki si jih želimo ogledati, in jih dodamo v seznam. Med samim 
razvijanjem vmesnika sem teste in simulacijo upravljal na simulatorju, ko pa je bil 
vmesnik dovolj razvit, sem ga preizkusil še na samem robotu. Ugotovil sem, da mora 
biti za dobro delovanje sistema zemljevid dobro posnet.   
 
V samo diplomsko nalogo sem vložil kar nekaj truda in časa. Izboljšal sem 




programskega jezika C++. Brez večjih zapletov sem pri ustvarjanju uporabniškega 




4  Priloge 
 
4.1 Robotski vodič Pioneer P3-AT 
 
Slika 4.1 prikazuje mobilnega robota Pionerr P3-AT, ki smo ga uporabili za 











4.2  Robotski vodič povezan z računalnikom 
 








4.3  Funkcija PrehajanjeStanj 
 
 
Funkcija PrehajanjeStanj je najpomembnejša funkcija uporabniškega 















4.4  Funkcija IzvidnikSlikaKordinate 
 
 
Funkcija IzvidnikSlikaKordinate je klicana iz podokna Vodič z gumbom 
Dodaj ogled. Služi pa za branje lastnosti znamenitosti iz datoteke in dodajanje le-teh 









4.5  Funkcija IzvidnikSlikaNaprej 
 












4.6  Funkcija IzvidnikSlikaNazaj 
 
Z funkcijo  IzvidnikSlikaNazaj v oknu Vodič prestavljamo nazaj med že 
shranjenimi znamenitostmi.   
 
4.7  Funkcija Shranidatoteko 
 






4.8  Funkcija OdpriDatoteko 
 
 
Funkcija OdpriDatoteko odpre tekstovno datoteko, njeno vsebino pa vpiše v 













4.9  Funkcija BrišiDatoteko 
 
S funkcijo BrišiDatotko izbrišemo tekstovno datoteko, v kateri se nahajajo 
lastnosti znamenitosti. Ob kliku na gumb Brisanje znamenitosti se nam odpre 
pogovorno okno, kjer izberemo, katero datoteko želimo zbrisati. Če je datoteka 




















4.10  Funkcija IzvidnikPojdiNaLokacijo 
 
Pri klicu funkcije IzvidnikPojdiNaLokacijo robotu povemo na katere 
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