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Resumo 
cresci:mento da produção 
inclús:tria de desenvolvimento seJa 
últimas décadas tem exigido 
sistemas de fonna rápida, com 
qmll!Ciac!e e racmoaoe para alteTaçiio de requisitos, fase em se gastar 
esforco se o ~','"""' não estas alterações. 
a 
Neste contexto, os padrões de arquitetura e projeto surgem como soluções para problemas 
recorrentes, com o objetivo de diminuir o esforço gasto por desenvolvedores para solucionar 
problemas durante a fase de projeto. Estes padrões, quando bem utilizados, podem também 
sistema, l:l:u:ilitar a 
desenvolvimento. 
Este trabalho tem como objetivo mostrar situações práticas de utilização de padrões de 
arquitetura e projeto na reestruturação de um sistema real, e os beneficios desta utilização. 
Abstract 
The growth of software production in the last decades has demanded from development 
industry the capacity o f producing systems a small period, but with high quality and easy ways 
for changing requests, period in development that can take a long time and effort, if the system is 
not prepared to be changed. 
ln this context, architecture and design patterns come with solutions to recurrent problems, 
Vv"ith the goal of decrease the effort spent by developers to solve project problems. These pattems, 
if well used, can make the communication and understanding of the development team easier, 
make the request changes easier by designing systems prepared for future changes, and decrease 
the development time. 
This work has the goal to present the practical use o f architecture and design pattems the 
process o f refactoring a real system, and the benefits o f using them. 
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Capitulo 1 
Introdução 
Aruialrrlente, devido às can>cte:rístícas intiins<:cas me1·caclo de sofl:wru•e. faz-se nec:essàría 
uma metodologia de engenharia de o tempo necessário para 
desenvolvimento, produza sistemas com baixa quantidade de erros e com alta flexibilidade à 
alterações de requisitos. Para atender a esta demanda, as empresas de desenvolvimento de 
software têm enfocado a utilização de componentes, frameworks e padrões que atendam aos 
obí:etivos de e flexibilidade no de~;envo.lvilne:nto. 
Sabe-se pela em desenvolvimento de de software, apesar de as 
metodologias de desenvolvimento utilizarem uma grande parte do tempo total na fase de 
levantamento de requisitos e análise do sistema, para que os requisitos do sistema sejam bem 
definidos, acontece no entanto que o usuário, ao iniciar o seu contato com o sistema percebe a 
necessidade de alteração das funcionalidades existentes, e inserção de novos requisitos. 
Estas alterações e inserções de novos requisitos no sistema, tanto durante quanto após o 
fechamento do ciclo análise-projeto-implementação podem se tornar bastante custosas pará o 
desenvolvimento do projeto, caso o modelo do sistema não esteja flexível o suficiente para ser 
expandido. Desta forma, algumas alterações exigem que módulos inteiros do sistema tenham que 
ser refeitos, já que não podem ser adaptados por falta de flexibilidade e planejamento. 
É neste cenário que os padrões têm se tornado cada vez mais populares, já que oferecem 
soluções para problemas recorrentes durante todas as fases do desenvolvimento (análise, projeto, 
testes e manutenção de requisitos), visando padronizar a metodologia de desenvolvimento, 
aplicar melhores práticas, deixar o sistema flexível às alterações de requisitos, e servindo como 
base para o desenvolvimento de componentes eframeworks. 
Este trabalho tem como objetivo demonstrar a aplicação de alguns padrões bastante comuns 
e conhecidos na reestruturação de um projeto real, já em funcionamento, sendo testado por 
usuários e cuja estrururra é bastante rígida, não permitindo alterações de requisitos, mostrando 
i 
como a utilização de padrões flexibiliza a estrutura do projeto de forma rápida, simples e eficaz. 
Além disso, a aplicação destes padrões fornece um aumento de qualidade e facilidade de 
manutenção para o sistema, e o aprendizado mais aprofundado de orientação a objetos para a 
Serão focados apenas padrões arquitetura e projeto, tendo maior foco nos padrões de 
[GAMMA ~ A uma análise entre o mc•de]lo 
projeto do SACADA, desenvolvido pelo CPqD, sem a utilização padrões 
arquitetura e projeto, e um novo modelo proposto com a aplicação dos mesmos, destacando-se as 
vantagens proporcionadas pelos padrões, como o fortalecimento das melhores práticas de 
utilização da metodologia orientada a objetos, melhor documentação do projeto, padronização de 
Este trabalho está organizado de acordo com a seguinte estrutura de capítulos: 
~ Capítulo 2: Apresenta uma base teórica onde estão detalhados conceitos de reestruturação 
de software, padrões de projeto e arquitetura, que serão utilizados na aplicação prática do 
sistema SACADA 
- Capítulo 3: Apresenta a descrição do sistema SACADA, mostrando suas características e 
funcionalidades em alto nível para que seja possível demonstrar em quais partes do 
projeto será necessária a aplicação dos padrões. 
- Capítulo 4: Apresenta a aplicação prática dos padrões na fase de projeto do sistema 
SACADA, realizando-se urna análise comparativa entre o projeto original e o novo 
projeto proposto utilizando conhecimentos de padrões. Esta análise levará em 
consideração a qualidade do projeto e a facilidade de alteração de requisitos. 
- Capítulo 5: Conclusão do trabalho. 
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Capítulo 2 
Embasamento Teórico 
um sistema ul!lwmc!o os processos de engenharia 
reversa para recuperar a documentação e projeto original, para em seguida utilizar o processo de 
forward engineeríng, aplicando padrões de arquitetura e projeto, e propondo um novo modelo 
para o sistema, de fonna a flexibilizar sua estrutura para facilitar a inserção de futuras alterações. 
utilíza,jos na seção 
ap1·esemt<1da a seguir a definição 
de "Jl'!l"'"'<'"'u prática. 
2.1 Definições 
2.1.1 Reestruturação de Software 
Em seu livro, [PRESSMAN- OI] define que existem quatro tipos diferentes de manutenção 
de software: corretiva, adaptativa, alteração de requisitos, e reestruturação. E do esforço total 
gasto na fase de manutenção, apenas 20% do trabalho é destinado à correções de erros, enquanto 
que 80% é destinado à adaptações do sistema para o ambiente externo, alterações de requisitos 
propostas pelos usuários e reestruturação do sistema para facilitar futuras alterações. Desta fonna, 
a modelagem de sistemas com estrutura flexível diminui consideravelmente o esforço na fase de 
manutenção. 
Ainda, segundo [PRESSMAN - 01 ], o processo de reestruturação de um sistema, contempla 
as fases de análise de inventário, reestruturação de documentação, engenharia reversa, 
reestruturação de dados e código e forward engineering. 
O processo de engenharia reversa tem corno objetivo recuperar a documentação de análise 
e projeto do sistema original, de fonna que seja possível realizar um estudo do que foi projetado 
anterionnente, verificando os pontos com problemas e como eles podem ser melhorados. 
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O processo de forward engineering por sua vez tem como objetivo remodelar o sistema a 
partir de infonnações sobre a sua estrutura original (obtida através do processo de engenharia 
reversa) de fonna a aumentar a qualidade e/ou perfonnance. 
caso para este 
sistema está em fase 
de manutenção, foram defeitos e necessidades adaptativas além de novos 
requisitos. Justamente neste ponto, foi encontrada uma gra11de dificuldade para realização da 
manutenção (no caso corretiva e de alteração de requisitos), devido às características internas do 
pennite a expansão sistema. 
tornar este sistema íle::üvel à adaptações, o mesmo reestruturado, aplicando-se 
prime:iramente o processo de engenharia reversa, seguido do processo de forward engineering. 
Os conceitos padrões de projeto e arquitetura, ilustrados no capítulo 4, foram aplicados 
em alguns pontos do sistema que apresentavam problemas, criando um novo modelo, que alterou 
e criou novas classes e interações entre objetos, com o objetivo de flexibilizar a estrutura e 
facilitar a integração de novos requisitos propostos pelos usuários, aumentando a qualidade do 
projeto e simplificando a documentação e entendimento de suas estruturas de fonna a simplificar 
a manutenção. 
2.1.2 Padrões 
Padrão é uma estrutura que apresenta solução para um problema específico e recorrente em 
desenvolvimento de software. A solução proposta é genérica e pode ser utilizada em domínios de 
aplicação diferentes, onde o problema ocorre. Os padrões documentam experiências já 
comprovadas em projetos e têm como objetivo aplicar as soluções diretamente em problemas, 
sem a necessidade de que estas tenham que ser redescobertas a cada vez que o mesmo problema 
ocorre. 
Os padrões são descritos através de um nome pelo qual são conhecidos, o problema que 
visam solucionar, fornecendo a solução para este problema e as conseqüências de sua aplicação. 
A solução para o problema consiste na descrição de um modelo de classes que se comunicam, 
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levando em consideração um problema genérico. Estas classes devem ser customizadas 
desenvolvedor para solucionar problemas específicos. 
um sist<~ma 
a alteração e inserção requisitos uma vez o software tenha sido implementado. 
Esta de documentação representa uma ferramenta bastante porque uma vez a 
o padrão aclota<io antteri<)!'mi~nte. 
Existem vários tipos de padrões, que atuam em diferentes etapas no desenvolvimento de um 
sistema de software. Existem padrões de análise, padrões de arquitetura, padrões de projeto, e 
padrões de implementação. Neste trabalho serão focados apenas os de e 
projeto det~llhados a s<::guu. 
2.2 Padrões de Arquitetura 
Os padrões de arquitetura têm como objetivo expressar o esquema de organização da 
estrutura de um sistema a partir da definição de um conjunto de subsistemas, especificando suas 
responsabilidades e incluindo regras e guias para organizar os relacionamentos entre estes 
subsistemas. Desta forma, especifica as propriedades estruturais do sistema, sendo necessário 
ainda à utilização dos padrões de projeto para fornecer as diretrizes de estruturação e 
comunicação entre elementos dos subsistemas. Os padrões de arquitetura podem ser divididos nas 
seguintes categorias, segundo [BUSCHMANN - 96]: 
Soluções From Mud to Structure1: Devem ser utilizadas em sistemas que possuam uma 
grande quantidade de objetos e componentes que necessitam de algum tipo de 
organização. Decompõem o sistema em subtarefas que cooperam. Fazem parte desta 
categoria os padrões Layer, pipeFilter e Blackboard. 
Soluções para sistemas distribuídos: Padrões que provêem soluções para sistemas 
distribuídos. Apenas o padrão Broker faz parte desta categoria. 
1 A tradução literal do inglês seria "da lama para a estrutura", significando da ausência de 
organização a uma solução estruturada. 
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Soluções para sistemas interativos: Devem ser utilizadas para sistemas que possuam 
interação homem-computador; impedem que as classes de interface gráfica tenham alto 
acoplamento com as classes rea,lizam o processamento sis1:ema, permitindo desta 
tanto a o processamento possam ser alterados, sem 
parte desta categoria os padrões Model- View-Controller e 
sistemas Estas se aplicam em sistemas 
consistem em extensões de aplicações ou adaptações de tecnologias em evolução, ou 
sistemas que possuam muitas mudanças de requisitos. Fazem parte desta categoria os 
padrões Rejlection e microkernel. 
cada categ()fÍa 
categoria. Desta forma, a escolha 
solucionam o IJHJu,cw'"' tJ:atl!do 
um dos padrões dependerá dos reqrui!;ito funcionais e não 
funcionais sistema, como por exemplo, confiabilidade e flexibilidade para mudanças. 
Será detalhado a seguir apenas o padrão de arquitetura Model- Víew-Controller, que será 
utilizado na remodelagem do sistema, devido às suas características e requisitos. 
2.2.1 Padrão Model View Control!er (MVC) 
Em uma aplicação com interface gráfica é interessante que o pacote de classes da interface 
seja totalmente independente do pacote de classes de processamento {lógica) do sistema. Isto 
porque a interface gráfica é específica para um sistema, enquanto que os módulos de 
processamento podem ser reutilizados. Além disso, a interface gráfica por interagir com o 
usuário, se toma muito suscetível a alterações para se adaptar melhor às suas necessidades; e 
ainda, é válido ainda lembrar que um mesmo sistema poderá possuir diferentes interfaces 
gráficas, customizadas para cada cliente. 
Sistemas que possuem estas características deverão permitir mudanças que as alterações na 
interface gráfica possam ser incorporadas de forma rápida e simples, sem a necessidade de 
alterações na camada de processamento do sistema. 
Para que isto seja possível, é interessante manter todas as classes de interface gráfica em 
um pacote distinto, que contenha apenas objetos que interagem com o usuário, enquanto que os 
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pacotes de processamento não deverão conter nenhum objeto de interface gráfica, apenas objetos 
que realizam as funcionalidades lógicas do sistema; o último não deverá ter nenhum 
conhecimento do prime:íro e a int{~ra<rão entre estes pacotes deve ser feita 
definida. 
meio de uma 
processo toma o mais coeso, já que o pacote de interface gráfica contém 
apenas deJfmíçõt:s sobre a apresentação do para o o pac:ote 
processamento não precise realizar acessos ao pa:cote interface gráfica. Como o pac:ote de 
processamento se toma independente, pode ser facilmente reutilizado por outros sistemas e, além 
disso, alterações de requisitos na interface gráfica não causarão impactos nas classes de 
processamento do sistema. 
Neste padrão, Mo,ctel rep:rese:nta a carntada ,v~:;n .. a (processamento), enq:uan:to é a 
camada responsável toda apresentação de dados para o usuário, e Controller é responsável 
por realizar a ligação entre o Model (que contém as informações a serem apresentadas ao usuário) 
e View. 
Originalmente, este padrão contém os três elementos descritos anteriormente: Model, View 
e Controller (MVC), segundo descrito por [BUSCHMANN - 96]. Mas, segundo [LARMAN -
98], as responsabilidades do Controller sempre acabam sendo implementadas junto com o 
elemento View (desenvolvedores Java costumam implementá-los em urna mesma classe), não 
existindo a necessidade de serem considerados separadamente. Portanto, neste trabalho, View e 
Controller serão sempre mencionados juntos. 
A regra é que classes do pacote Model não devem ter conhecimento ou ser diretamente 
acopladas a classes do pacote View-Controller, e vice versa. 
Como a interface gráfica precisa mostrar informações para o usuário, é necessário que esta 
consiga obter estas informações contidas em Model. Para que esta interação seja possível, e 
ainda, mantendo o baixo acoplamento entre as camadas, as classes de Model devem notificar as 
classes de View sempre que uma alteração em seu conteúdo ocorrer, para que a última possa 
apresentar estas alterações ao usuário do sistema. Esta notificação pode ser efetuada através do 
padrão de projeto Observer que será descrito posteriormente. 
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2.3 Padrões de Projeto 
Os padrões de projeto têm como objetivo fornecer uma solução aplicável a projetos 
oriientaclos a (especificando estruturas e classes e entre 
objetos) para problemas são freqüentemente durante a fase de de um 
~'~''""'"' de software. Estes padrões elaborados com o objetivo de padronizar a solução 
classes entre o 
entendilneJnto do projeto pelos desenvolvedores, que a documentação se toma pa(!ro.níz:ad:a; 
tac:ilitar a manutenção do sistema, já que com estruturas mais flexíveis; a 
quantidade de erros, já que especificam a melhor interação entre os objetos participantes; 
favorecer a reutilização de código; e por fim, impor as melhores práticas de projetos orientados a 
Para alcam;ar estes objetivos, os padrões de nrr:íeto devem seguir algumas recomendações 
gerrus: 
-A prognamação deve ser feita com base em interfaces e não em classes concretas; 
- Favorecimento de composição funcional de objetos e não de herança; 
- Encapsular variações; 
Aplicando-se estes três conceitos básicos em projetos, consegue-se um resultado com alta 
coesão, ou seja, cada classe desempenha apenas um papel bem definido no sistema, e um baixo 
acoplamento entre as classes (a dependência entre elas é menor). 
E ainda, a obtenção de alta coesão e baixo acoplamento permite que o sistema tenha sua 
manutenção facilitada, já que as classes possuem funções específicas e menores, tomando o 
entendimento mais simples e as alterações localizadas. Como o acoplamento é baixo, a 
dependência entre as classes é menor, portanto, alterações localizadas em algumas classes não 
gerarão alterações em cascata em todas as classes que interagem com estas. E ainda, estes dois 
conceitos permitem uma maior reutilização das estruturas de classes, já que suas funcionalidades 
são bem específicas e independentes. 
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É importante ressaltar que ao se utilizar padrões, os desenvolvedores implementam no 
sistema soluções que já foram amplamente testadas, já que são provenientes do acúmulo de 
experiência de vários profissionais de desenvolvimento. 
A seguir serão detalhados os coJnct~itclS básicos utilizados pelos padrões de prcljeto, e 
posteriormente, os padrões de projeto para o desenvolvimento deste trabalho. 
1 :om:eítC)S utilizados em SOIIJÇOEiS de pacirõEIS 
Intt~rfaces e Polimorfismo 
Uma das bases dos padrões de objetos descritos por [GAMMA - 95] é o favorecimento de 
utilização interfaces ao invés de classes concretas durante a elaboração do projeto. Isto porque 
quando se detme um reh1cionanaento classes coJ.Jcretats, a 
subclasse deíine o comportamento, mas também o cód.Jgo de 
implementação dos métodos da superclasse concreta, havendo então um compartilhamento de 
código. Desta forma, alterações no código da superclasse poderão afetar o comportamento de 
toda a hierarquia de classes, gerando portanto as modificações em cascata que devem ser evitadas 
para que o sistema possa incorporar novos requisitos de fonna rápida e simples. 
Já a utilização de interfaces, define apenas que objetos que implementam a mesma 
interface possuem o mesmo comportamento, mas não existe compartilhamento de código. 
Define-se, portanto, o comportamento esperado para um determinado objeto, deixando que ele 
determine como este comportamento será implementado. Como não existe compartilhamento de 
código, não existem também alterações em cascata. 
Tanto a herança quanto a implementação de interfaces permitem que objetos na mesma 
hierarquia possam ser utilizados sem distinção já que possuem o mesmo comportamento. Esta 
técnica é chamada de polimorfismo e é muito utilizada na orientação a objetos. É um conceito 
muito utilizado na construção de frameworks, já que permite a definição de interfaces de 
comportamento, mas deixa a implementação deste comportamento ser customizada de acordo 
com o projeto que o utiliza. 
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- Herança x Composição 
A herança e a composição de objetos são dois mecanismos para reutilizar funcionalidades 
herantça re:1lí2:a a que permite que classes derivadas estendam 
atriibutos e métodos de uma SU]perdztss•e. Mas esta torna o acoplamento entre a superclasse 
e as sul)clflSSí:s que há uma dependência da implementação métodos e 
da subclasse em relação à SU}Jerc:las:se. E com forte ac<lphlill{:nt•), qualquer 
alteração na implementação da superc!asse irá gerar também alterações em cascata nas 
implementações das subclasses. 
Já a ObietcJs e:ste11de as responsabilidades atra:vés da delegação 
tarefas. Cada objeto que participa da composição pm;suí uma responsabilidade definida, e a 
utilização destes objetos em conjunto permite a realização de funcionalidades mais complexas. 
Desta forma, garante-se que as classes sejam bastante coesas, porque se cada uma delas tem sua 
responsabilidade bem definida, nenhuma classe estará realizando funções de outras. Além disso, 
garante-se também um baixo acoplamento, pois se um objeto executa suas funcionalidades 
corretamente e é independente de outros objetos, ainda que sua implementação seja alterada, os 
objetos que o utilizam não deverão ser alterados, desde que sua interface seja mantida. 
- Encapsulando variações 
Em seu livro, [GAMMA - 95] propõe que os conceitos tradicionais de orientação a objetos 
utilizados pela maior parte dos desenvolvedores de sistemas são bastante limitados. Encapsular 
não é apenas esconder dados dentro de um objeto de forma que este objeto seja responsável por 
gerenciar estas informações sem que outros possam acessá-las diretamente. Deve-se encapsular 
também as variações entre objetos, criando níveis e impedindo que alterações ou criação de 
novos tipos em um nível afetem os níveis seguintes. 
Para isso, as informações com~ms entre objetos devem ser dispostas em uma classe, e as 
informações que variam, e são passíveis de alterações futuras devem ser colocadas em uma outra 
classe, de forma que a criação de novas variações não alterará o funcionamento da primeira. 
Desta fonna, o encapsulamento de infonnações pode ser útil na construção de 
projetos preparados para eventuais expansões de funcionalidades, tornando o sistema mais 
flexível. 
padrões de projetos del1ni<:ios por [GAMMA - utíJizaJm OS três COilCe!tOS 
des:critos anterionnente, são divididos em três conjuntos: 
Padrões criação 
Padrões estruturais 
Padrões de comportamento 
três co:nJUIIlt<JS serão ex]pli<:ac!os a- segmr, em Ulll1a 
completa, em e [E~:KEL com difen~nt<::s exemplos e 
mais simplificada, e em [COOPER- 98], são dados exemplos que mostram que a linguagem 
Java foi implementada utilizando padrões, e com exemplos práticos de utilização de padrões em 
projetos de interface gráfica. 
A descrição a seguir utilizará a notação UML (Unified Modeling Language) para 
demonstrar a interação entre objetos (mais infonnações sobre a notação, vide [FOWLER - 00]) e 
conceitos da linguagem de programação Java (mais infonnações sobre Java, vide [ECKEL - 00], 
[BARKER- 02] e [DEITEL- 02]). 
2.3.2 Soluções de Criação de Objetos 
Os padrões de criação têm como objetivo tornar o sistema independente do processo de 
criação de objetos. Eles se preocupam em desvincular a instanciação de objetos produtos em 
classes clientes que os utilizam, para que os objetos criados, possam ser de tipos diferentes, 
dependendo do tipo de execução desejada para o sistema. 
As classes clientes não precisam conhecer quais são as classes produtos concretas que 
realizam as funções requisitadas. Basta à classe cliente conhecer interfaces que especifiquem os 
métodos implementados, indicando seus parâmetros de entrada, processamento e resultados. 
Os padrões de criação de objetos podem ser divididos em dois tipos, de acordo com o 
mecanismo adotado para variação da classe produto sendo instanciada: padrões de classes, que 
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uuu&aw a herança para variar a classe que é instanciada, e padrões de objetos, que utilizam a 
composição de objetos para variar a classe instanciada (delegando a instanciação para outros 
objetos). 
A seguir, descritos os pa<lrõi~s de cri:açã.o util.izados na ree:;truturação do 
estudo caso. 
1 
O padrão abstract factory é baseado no conceito de famílias de classes produtos. seja, 
em um detenninado sistema, cada produto pode ser implementado de fonnas diferentes, desta 
fonna, cada tipo de implementação dá origem a uma hlerarquia de classes. 
é uma o 
o produto e vérias classes concretas que implementam (chamadas 
implementações) esta interface de fonnas diferentes, implementando também o seu 
comportamento. 
r--------------1 r--------------, 
: ProdutoAbstrato1 : : ProdutoAbstrato2 : 
' ' ' ' , _____ 1F1F _____ ; 
~--~'--~ ,--~'~--~ Produto1A ProdutoiB 
.-------'--
1 
'_---__,-rtr---_---~...-~ ----, 
Produto2A r Produto2B 
I 
Figura 1. Modelo de duas hierarquias de classes 
A Figura 1 apresenta duas hlerarquias de classes, onde cada produto desta hierarquia possui 
dois tipos de implementações diferentes: A e B. Observando este modelo, pode-se notar que 
existem também duas famílias de produtos, de acordo com as implementações: uma família é 
fonnada pelos produtos com implementação A e outra família é fonnada pelos produtos com 
implementação B. Cada família possui uma implementação própria para cada produto abstrato, 
respeitando sempre a interface definida pelo produto abstrato, garantindo que o cliente possa 
acessar os produtos de uma fonna padrão, independente de sua implementação. 
Haverá também classes clientes que utilizarão esses produtos, de acordo com suas 
interfaces. Para o cliente, é indiferente qual classe concreta implementa a interface, sendo 
imnortante apenas a garantia de que o serviço requisitado será re:ili2:ado. 
sistemas deste 
um produto, 
caso este pa.drilio seJa utillizado, cada classe cliente ao ins:tan<;íar 
escolher a família produtos (implementação) a ser 
deç•ois ins1:an(:iar a classe concreta que ím]JleJ:ne:l1ta a interli'!ce 
as objetos e verificações sobre a família a ser 
espruhadas pelas classes clientes. Caso uma nova família de objetos seja criada, a alteração no 
código cliente seria muito grande, já que seria necessário alterar cada ponto do código onde uma 
instanciação de produto é realizada, inserindo mais um tipo de escolha. 
necessitam instanciar explicitamente objetos produto, que podem Para evitar este 
problema de instanciação, o padrão propões que seja criado um objeto intermediário que é 
responsável por instanciar a classe produto correta segundo a família de implementação a ser 
utilizada pelo sistema. Estas classes intermediárias são chamadas de factories. É definido para o 
sistema uma factory abstrata, que possui a interface para criação de produtos, e várias factories 
concretas (uma por família de implementação), que implementam métodos de criação de 
produtos definidos pela interface, e instanciam as classes produtos corretamente. 
Para :ilcançar a independência de instanciação, os clientes utilizam as factories para 
instanciar novos produtos. Assim, na inici:ilização do sistema, deve-se definir qual a família de 
implementação a ser utilizada pelo sistema, e esta informação poderá ficar armazenada em um 
arquivo de configuração, por exemplo; Esta informação será única para todo o sistema, 
impedindo que se mude a família a ser instanciada durante a implementação. Com esta 
informação é possível definir qu:il factory concreta que deverá ser instanciada. A factory concreta 
é responsável por saber quais classes produtos devem ser instanciadas. Esta situação é 
apresentada na Figura 2. 
Como todas as factories concretas obedecem à interface padrão, pode-se trocar a família de 
objetos apenas trocando informação do arquivo de configuração (antes da inici:ilização do 
sistema) que indica qu:il família de implementação será utilizada, e isso fará com que a factory 
concreta a ser utilizada seja alterada. Desta forma, os objetos clientes permanecem inalterados. 
Cliente 
\li 
AbstraciFacloiY Produ!oAbs!ralo1 
+ cria Produto 1 O 
+ criaProduto20 '?' 
'i' 
l 
I 
' 
IProdutolB Produlo1A / 
----
Fac!oryA Fac!oryB _______ _~ 
' 
ProduloAbstrato2 
? 
I 
----- _, 
Produlo2B I Produlo2A ' L------------
1':\ 
l- ----------------------------------------
' ~-------------------------------------------------~ 
Figura 2. Modelo de Abstract Factory 
Desta forma, caso seja necessário variar a implementação de produtos, ou seja, inserir uma 
nova família de implementação, por exemplo a implementação C, bastará criar os produtos 
concretos 1 e 2 para esta família, criar uma novafactory concreta (FactoryC) que conheça as 
novas classes concretas de produtos que poderão ser instanciadas, e inicializar o sistema com esta 
nova família. Observa-se que a alteração no código é localizada, e não ocasiona alterações nos 
clientes que utilizam os produtos. 
2.3.2.2 Factory Method 
Este padrão tem como objetivo designar a responsabilidade de criação de objetos produto 
para subclasses. Para isso, define uma interface para criar um objeto, mas deixa que as subclasses 
decidam qual a classe produto que deverá ser instanciada. Permite, portanto, que a 
responsabilidade da instanciação seja das subclasses. 
seja, uma classe define métodos abstratos criação de objetos, mas não realiza a 
instanciação. As subclasses deverão implementar estes métodos, inserindo código de instanciação 
reais, possibilitando que se ganchos para que as subclasses realizem a 
sut>clatss<~s concretas implementam os mi~to<:los 
inserem código para a instanciação real, como é apresentado na Figura 3. 
Criador 
I Pr:mo I + factoryillelhOd() 
+ metodoO 
i L -' 
I 
I CriadorConcrelo 
ProdutoConcreto / 
+ factmyMethodO 
Figura 3. Modelo de Factory Method 
2.3.2.3 Singleton 
Este padrão tem como objetivo assegurar que uma classe possuirá apenas uma instância no 
sistema e que os outros objetos poderão acessar esta instância de forma simples. 
Esta solução deverá ser utilizada quando, por questões de desempenho ou restrições do 
sistema, não possa existir mais de uma instância de uma mesma classe. 
Para isso, ao invés de se criar um objeto que seja responsável por manter o controle da 
instanciação de outras classes, coloca-se a responsabilidade do controle de instanciação na 
própria classe, que se toma responsável por gerenciar a sua criação. 
A classe deverá possuir um método público e estático responsável por realizar a 
instanciação do objeto único que qualquer outra classe consiga acessar. Este método verifica se já 
existe uma instância da classe; se não existir, cria a instância. Se existir, devolve a instância 
existente. O modelo desta classe é apresentado na Figura 4. 
• instancia 
+ ob!emlnstanciaQ 
Figura 4. Classe Singleton 
Para atingir este objetivo, o construtor da classe deverá ser privado ou protegido, 
garantindo que apenas a própria classe ou suas subdasses tenbam acesso ao mesmo. Além disso, 
últim(), um 
método de obter1ção da instância estático, 
sistema. É interessante observar que em sistemas multithread todos os métodos da classe 
singleton deverão ser sincronizados, para evitar que a concorrência de acesso de várias threads 
aos métodos do objeto, deixe seus atributos privados em um estado inconsistente 2 • 
2.3.2.4 Object Poof 3 
Este padrão tem como objetivo resolver o problema de gerenciamento de recursos do 
sistema que devem ser compartilhados por muitos objetos clientes. 
Alguns recursos do sistema têm alto custo para a manutenção quando utilizados em grandes 
quantidades. Outros possuem limitação na quantidade que pode ser instanciada. Devido a estas 
restrições, estes recursos deverão ser compartilhados pelos objetos clientes que os requisitam no 
sistema, e este compartilhamento deve ser feito com algum gerenciamento para evitar 
inconsistências ou falhas nos recursos. 
Com o objetivo de resolver este problema, utiliza-se o padrão object pool, que define um 
objeto pool responsável por manter e gerenciar uma quantidade de recursos compartilhados e 
alocá-los conforme as requisições dos objetos clientes. Este poo! é um singleton, pois deverá ter 
2 Para saber mais sobre concorrência de acesso em objetos singleton, vide [HAGGAR - 2004]. 
3 O padrão Object Pool foi classificado no grupo de soluções de criação porque o seu propósito é 
criar e gerenciar objetos compartilhados por clientes do sistema. Em [ECKEL-B - 2003] este 
padrão é classificado como Object Quantily. 
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uma instância no sistema e deverá ser instanciado apenas na sua inicialização. Todas as 
utilizações seguintes do mesmo deverão ocorrer por meio da obtenção de sua instância única 
objetos clientes. Além disso, possuirá métodos para obtenção e liberação de recursos após a 
sua utitiz~lçã:D. A.m!)OS os mé:to(los são sín:cr<miza;:los pois acessam um recurso colnp:artillh<ldo 
e deve-se evitar inconsistência recurso devido a acessos e não 
padrão define tan1bém um recurso que cm1teJ-á todas as infommções referentes ao 
recurso compartilhado. Este objeto será utilizado para comunicação entre as classes clientes e o 
pool para que a requisição, utilização e liberação dos recursos possam ser realizadas. A Figura 5 
representa o modelo de classes para este padrão 
Pool 
Cliente 
' / 
• PooiO Recurso 
+ ob!emlnstanciaO ,~ 
+ oblemRecursoO 
+ liberaRecursoO 
Figura 5. Modelo de classes de Object Poo/ 
2.3.3 Soluções Estruturais 
As soluções estruturais se preocupam em como classes herdam comportamento de outras 
classes, e como objetos com funções bem definidas são compostos para fonnar estruturas 
maiores. As soluções estruturais, muito mais do que as soluções de criação procuram sempre 
favorecer a composição de objetos sobre a herança, para fornecer maior flexibilidade para 
alterações de requisitos e reutilização de objetos. 
Os padrões estruturais podem ser divididos em dois grupos, de acordo com o tipo de 
composição resultante da aplicação do padrão: padrões de classes são aqueles que utilizam a 
herança para compor interfaces ou implementações, enquanto que os padrões estruturais de 
objetos descrevem fonnas de compor objetos para realizar novas funcionalidades. 
A seguir serão mostrados os padrões que representam as soluções estruturais que fof(ID) 
utilizados no processo de reestruturação do sistema SACADA. 
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2.3.3. 1 Façade 
O objetivo desta solução é mascarar em uma interface única várias interfaces de um 
sutlsh;te;na, com o objetivo de a sua utilização 
rliv·i<~o de um em subsistemas faz com que o acoplamento entre os OOJC!C>S 
os clientes possuem apenas um acesso ao subsistema, e alterações neste 
Facade 
__li 
nl 
SubSistema 
Classe1 Classe2 
Classe4 
Lt''+ 
I 
Classe3 ClasseS 
Figura 6. Modelo de Façade 
A Figura 6 mostra o modelo de interação entre os objetos clientes, o objeto Façade e um 
subsistema. 
A classe Façade opera fornecendo aos clientes uma interface simplificada para realização 
das tarefas necessárias, e delegando tarefas que deverão ser executadas pelas classes do 
subsistema. Estas últimas não têm conhecimento sobre a interface que delega as tarefas. 
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Além de delegar funções, a interface pode também necessitar criar novas funcionalidades, 
transformando as funcionalidades já existentes no subsistema, para que possam ser utilizadas 
pelas classes clientes. 
subsistema de uma forma bastante sin1plifi(:ada. 
Esta solução busca desacoplar as abstrações das implementações de 
possam ser alteradas independentemente. 
que ambas 
Quando se tem uma estrutura em que abstrações podem ser implementadas de várias 
fom::tas difereJJtes, a prirrteira imp,Jem.ent<lção é uma herar1ça de classes, onde em um 
estão as abstrações, e em um segundo nível estão as diferentes classes 
implementam estas abstrações. 
Esta estrutura é ruim já que torna complexa a implementação de qualquer variação. Isto 
porque a criação de novas abstrações ou de novos tipos de implementação começam a gerar um 
número muito grande de novas classes. A geração de uma nova abstração requer a geração de 
classes para cada implementação, e a geração de uma nova implementação requer a geração de 
uma classe para cada tipo de abstração. 
A solução para este problema está em separar as abstrações e as implementações em 
hierarquias de classes diferentes, permitindo que ambas possam variar sem interferência de uma 
na outra. 
Para que isso seja possível, é importante primeiramente conseguir definir claramente a 
diferença entre abstrações e implementações. Em um projeto orientado a objetos é importante 
analisar quais são as variações existentes entre os objetos e encapsular estas variações. Além 
disso, deve-se sempre favorecer a composição de objetos sobre a herança, e estas composições de 
objetos contêm as variações, e não mais as heranças. Para definir o que é comum e o que é 
variável entre diferentes objetos, o ideal é definir objetos de acordo com suas responsabilidades. 
Os conceitos comuns entre os objetos devem ser retratados em classes abstratas, e no caso desta 
solução, estes conceitos comuns serão as classes abstratas da abstração e as classes abstratas da 
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impl<:m,entaçião. As classes derivadas das abstrações e das implementações conterão os conceitos 
variáveis de ambas, como está sendo mostrado na Figura 7. 
ap<~n<IS a interface das abstrações, e as classes concretas abstrações utillizarão as cla.sse:s 
concretas das implementações as abstrações sejam realizadas. 
íoJ:m:~, a criação de uma nova implementação ou de uma nova abstração 
nerlhum irapa.cto em nenhum cliente e em nerlhuma classe da hierarquia, facilitando a alt<era,ção 
de requisitos do sistema. 
Pode-se associar a utilização desta solução à solução de criação Abstract factory. Desta 
forma, a classe concreta um 
impl•ern.entaclor à ab.stract tnr·tnr,; e esta retoma a instância correta de acordo com parãmetros 
sistema a serem analisados. Novamente, garante-se maior desacoplamento, já que a instanciação 
dos objetos fica limitada à abstract factory, e os clientes utilizam apenas as interfaces. 
Cliente 
' 
/ 
Abstração - imp Implementador 
+ metodO{) : void .., + melodoimpiO : void 
i :;. :iimp->metodolmpiO l ' :;. L~ 
AbslraçãoRefinada I I 
lmplemenladorConcretoA lmplementadorConcretoB 
Figura 7. Modelo de Bridge 
Soluções de Comportamento 
As soluções de comportamento tratam objetos que manipulam ações particulares no 
sistema. Os objetos que compõem os padrões encapsulam principalmente procedimentos e 
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algoritmos, visando sempre à facilidade 
código cliente. 
alteração e extensão dos mesmos sem impactos no 
como é a coJnrrnic:açã.o entre em am 
sistema e como o 
1 
comandos sejam ind!ep(mdent•es 
os e, portanto, podem ser utilizados em várias situações dentro do sistema. 
Para atingir este objetivo, este padrão declara ama classe abstrata Command, que é 
responsável por definir a interface comam de operações que o objeto Command poderá executar. 
sua sím:ple•s, esta int•erfl1ce possuirá apenas um método, 
comando. As subclasses responsáveis por especificar am par receptor-ação arrna:cer1ando o 
receptor em ama variável e implementando o método de execução para reaiizar a requisição. 
modelo está sendo apresentado na Figura 8. 
Requisitante 
} 
Cliente Command 
---------------, 
I + executarO 
I 
I L~ 
I 
I 
,l,r 
I 
~~ 
Receptor CommandConcreto 
+ metodoAcaoO : void + executarO 
Figura 11. Modelo de Command 
Com estas medidas, consegue-se desacoplar o objeto que invoca ama operação dos objetos 
que possuem conhecimento necessário para realizá-la. Desta fonna, am mesmo comando pode 
ser executado partindo de diferentes cenários de execução do sistema. 
2! 
disso, a adição de novos comandos, ou alterações na execução de comandos já 
existentes, se toma simples, ao passo que a modificação fica bem localizada, não precisando 
alterar as classes clientes que os objetos de classes derivadas de Command. 
É importante ressaltar o objeto concreto Com11:1and pode ter diferentes 
coJiJh<;cÍlneJato a respeito do como executar uma re(jUlsição. pode apenas invocar um objeto 
respoJ1sável por , """""'"' a execução do cornar:do, ou pode coJihecer o 
chamar o obJeto receptor em nenhum momento. disso, no caso de 
objetos concretos Command utilizarem um receptor para execução de requisições, é necessário 
levar em consideração quem será o responsável por instanciar os objetos receptores, o cliente que 
instancia o comando, ou o próprio objeto Command conhecê-lo implicitamente. 
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Este padrão tem como objetivo permitir que um determinado evento em um objeto seja 
observado por outros objetos do sistema. Para isso, vários objetos são notificados quando 
ocorrem eventos em um determinado objeto de interesse. Isto define uma dependência de um 
para muitos entre objetos. 
Esta dependência deve ser mantida garantindo-se ainda um acoplamento baixo entre os 
objetos que observam e que são observados, de forma que a inclusão de novos objetos que 
observam não cause alterações no objeto observado. 
Segundo [GAMMA - 95] o objeto sendo observado é chamado de subject ou Publisher, já 
que emite notificações de eventos, e os objetos que observam são chamados de observers ou 
subscribers, já que observam e recebem notificações de eventos (este padrão é também 
conhecido pelo nome Publisher-Subscriber). 
Desta forma, [GAMMA - 95] sugere que se defina uma interface Publisher, e todas as 
classes concretas que devem ser observadas deverão implementá-la. Esta interface possuirá 
métodos para adicionar, remover e notificar seus observadores. Deve-se definir também uma 
interface observer, que possuirá um método de notificação, e todas as classes concretas que 
quiserem observar e ser notificadas quando da ocorrência de um evento, deverão implementá-la, 
corno é apresentado na Figura 9. 
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Publisher 
- obsel'/ers Observer 
+ anexerO + a!ualízaro 
+ liberarO 
L ~ + notif!carO 
L :l 
ConcretePublisher / - ConcreieObserver 
Figura 9. Modelo de Observar, segundo [GAMMA - 95] 
Em Java existe a classe abstrata Observable e a interface Observer, que implementam o 
como o Observable é uma classe concreta, esta deve ser estendida pelas classes devem ser 
observadas por meio do mecanismo herança, e como em Java não existe o conceito de herança 
múltipla, as classes a serem observadas não poderiam herdar comportamentos de nenhuma outra 
classe. Além disso, a interface Observer possui apenas um método de notificação, tornando 
difícil a observação de diferentes eventos. 
A linguagem Java oferece ainda um outro mecanismo, os eventos (events). As classes 
concretas que desejam observar devem implementar a interface listener (Observer). O objeto a 
ser observado pennite que listeners se registrem e, quando ocorre algum evento, o objeto 
instancia um objeto event e notifica todos os listeners registrados, corno é mostrado na Figura lO. 
Este mecanismo garante baixo acoplamento entre os objetos, já que se comunicam apenas 
através de interfaces, e ainda, sem as desvantagens descritas anterionnente para a classe 
Observer, pois as classes que desejarem observar implementam uma interface, e não estendem 
uma classe abstrata, pennitindo que observem diferentes eventos, e ainda herdem características 
de outras classes; e além disso, a interface listener pode possuir diferentes métodos, pennitindo 
que eventos diferentes possam ser observados. 
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UstenerX 
+ eventooconido(evento Evento}() 
Llstener 
- !istaF\guras: Vector 
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Pub!isher 
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Figura 111. Modelo Obse111er utilizando eventos em Java 
2.3.4.3 Template Method 
Este padrão tem como objetivo permitir que uma classe faça a definição geral de um 
algoritmo, deixando que algumas partes do mesmo variem de acordo com a implementação 
específica feita por subclasses. Ou seja, o algoritmo é definido em um método concreto em uma 
classe pai na hierarquia de classes, e este utiliza durante a sua execução métodos abstratos; desta 
forma, quando uma classe deriva desta classe pai, deverá implementar estes métodos de acordo 
com suas necessidades. A Figura !! apresenta o diagrama de classes para este padrão, com uma 
classe abstrata que possui um template method, que define um algoritmo utilizando os métodos 
primitivos abstratos definidos, e classes concretas derivadas que deverão implementá-los. 
É interessante ressaltar que neste padrão, utiliza-se uma estrutura de controle invertida, na 
qual a classe pai utiliza métodos das classes filhas, e não o contrário. 
Como este padrão utiliza um modelo onde se define um algoritmo básico em uma classe 
abstrata, e as classes derivadas devem implementar os métodos utilizados por este algoritmo da 
forma mais conveniente, este padrão caracteriza as bases para a construção de frameworks, onde 
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as classes 
deixando a cargo do desenvolvedor criar classes derivadas que por meio da implementação dos 
métodos primitivos abstratos permitam os algoritmos sejam customizadoso 
ClasreAbstrata 
melodoPrimi!ivo1 O; 
+ templa!eMe!hodO 
+ melodoPrimilivoí O melodoPrimilivo20; 
+ metodoPrímilivo20 
< 
"' 
ClasseConcreta 
+ melodoPrlmi!ivo1 O 
+ oOÁ 
Figura 110 Modelo de Template Method 
203AA DAO (Data Acesses Objectsl 
O problema retratado por este padrão consiste nas diferenças de acesso a sistemas 
gerenciadores de base de dados, dependendo da tecnologia utilizada para armazenamento 
(relaciona!, orientado a objetos, etco) e do fabricante destes sistemaso 
Este padrão tem como objetivo separar a camada de acesso a dados persistentes da camada 
do sistema que manipula estes dadoso Desta forma, o tipo de base de dados utilizado para 
armazenamento de dados (pode-se utilizar bases de dados relacionais, bases de dados orientada a 
objetos, etco) ou o fabricante do sistema gerenciador de base de dados podem ser alterados sem 
que as classes clientes que manipulam os dados precisem ser modificadas, e nem mesmo 
conhecer a alteração o 
Para atingir este objetivo, este padrão encapsula o acesso à base de dados em uma camada 
separada do sistema, escondendo todos os detalhes de implementação que variam de acordo com 
4 O padrão DAO é descrito em [BLUEPRJNTS- 04] e foi classificado no grupo de soluções de 
comportamento porque tem como objetivo criar classes de acesso a base de dados de forma que 
os objetos clientes não conheçam os algoritmos proprietários de cada tipo de base de dados, e 
permltlr independentemente da base utilizada, o sistema manipule apenas os objetos que 
deverão ser persistidoso 
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o tipo do sistema gerenciador de base dados e fabricante, e disponibilizando aos objetos 
cliente uma interface para manipulação da base de dados. Essencialmente, a camada DAO age 
como um adaptador entre a camada de base de dados (o funcionamento da base de dados é 
camada e os outros objetos do Para encapsular este 
funcionamento, o irá disponibilizar aos clientes todos os métodos para acesso à base de 
dados (consultas, inserções, alterações e remoções). 
encapsulam 
os dados que são armazenados na base de dados. Desta fonna, os objetos DAO irão receber como 
parâmetro e devolver como retomo de seus métodos apenas objetos DTO. 
Independentemente do tipo de base de dados utilizada, o ~""'""' manipula apenas objetos 
da 
mapeados em objetos. Da mesma fonna, 
quando uma classe cliente desejar manipular dados na base, envia objetos DTO, e o DAO é 
responsável por transfonnar estes objetos em dados que podem ser manipulados na base. 
O modelo geral deste padrão é apresentado na Figura 12: 
Cliente usa!~~>- , DAO encapsula 111>-_._, 
Bás o e Dados 
crialusa ilio' ~crialusa 
' 
I 
DTO 
Figura 12. Modelo de DAO 
É importante ressaltar que este padrão além de centralizar o acesso à base de dados do 
sistema, reduz a complexidade das classes clientes, que têm suas funcionalidades preservadas, 
utilizando funcionalidades de persistência dos objetos DTO, sem conhecer as especificações de 
cada fornecedor de gerenciadores de bases de dados. 
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Capitulo 3 
Especificação do Sistema SACADA 
utiJiiz~tdo como base para a análise comparativa deste trabalho. A descrição dos requisitos 
apresentada a seguir não é detalhada, pois o objetivo é apenas mostrar um panorama geral do 
sistema, para que se possa entender o projeto de arquitetura que será mostrado posterionnente. 
Histórico Sistema 
Este trabalho utiliza o sistema SACADA (Sistema Automático de Coleta e Annazenamento 
de Dados) como modelo para o estudo de caso que será realizado. Este sistema foi desenvolvido 
pelo CPqD-Telebrás {Centro de Pesquisa e Desenvolvimento), para um projeto de pesquisa 
aplicada do Funtel (Fundo de Telecomunicações). 
Este sistema foi utilizado como estudo de caso neste trabalho devido a sua complexidade, 
além da diversidade de funcionalidades, pennitindo apresentar com clareza a utilização dos 
padrões de projeto em um sistema real, e em situações diversas. 
Como o sistema já foi implementado, foi possível também realizar uma análise comparativa 
da arquitetura geral do sistema e do projeto propostos originalmente, sem a utilização de padrões 
de projeto e padrões de arquitetura, e um novo modelo de arquitetura e projeto focando a 
utilização de padrões de projeto e padrões de arquitetura, apresentando conseqüentemente os 
ganhos para o projeto do sistema. 
Com relação a alguns detalhes do processo de desenvolvimento utilizado originalmente, 
este projeto foi desenvolvido utilizando metodologia em cascata passando pelas fases de análise, 
projeto, implementação e testes. Mas, antes do ténnino da fase de implementação foi possível 
perceber a falta de alguns requisitos que não haviam sido considerados inicialmente. Desta fonna, 
foi necessário a realização de alterações de requisitos dUTante a implementação do projeto. 
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Alterações estas que fizeram com que o sistema se tomasse muito mais complexo do que a 
modelagem de projeto original poderia suportar, sendo necessário, portanto, abrir concessões e 
muitas vezes a arquitetura original proposta. Desta forma, em vários pontos o projeto se 
tornou não pelo 
usuário quando da utilização do sistema. 
e de forma a tomar o sistema flexível a alterações reqtuis:ito:s, mostrando ainda outras 
vantagens para o projeto e para a equipe de desenvolvímento. 
Este sistema foi desenvolvido utilizando a notação UML na fase de análise e projeto e com 
tecnologia orientada a objetos e linguagem de programação Java na fase de implementação. 
3.2 Objetivos do sistema 
Este sistema desenvolvido para ser utilizado por empresas que prestam consultoria para 
operadoras telefônicas, realizando coletas das redes celulares para análises por parte das empresas 
contratantes. Atualmente estas coletas são executadas manualmente por técnicos, in loco 
utilizando equipamentos especializados. 
O objetivo do sistema é automatizar a coleta dos dados, de forma que o técnico possa se 
dedicar mais ao planejamento, pré-teste e a análise dos resultados. Desta forma, já que a fase de 
coletas, que consome mais tempo neste tipo de serviço, será feita de forma automática, a empresa 
poderá realizar um número maior de serviços com a mesma quantidade de técnicos. 
O sistema SACADA tem corno função automatizar a coletas de informações da rede 
celular. Para isso, coleta medidas de avaliação objetiva de voz, estatísticas de chamadas e 
parâmetros da rede de forma remota e automática, agendadas pelo técnico. 
3.3 Descrição do Sistema 
O sistema SACADA é dividido em duas partes que interagem: unidade central e unidades 
coletoras. 
A estrutura do sistema consiste em uma unidade central, que é responsável pelo 
gerenciamento das informações referentes às unidades coletoras e testes, e unidades coletoras, 
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responsáveis pela realização dos testes agendados pelo operador, que conhecem e se comunicam 
apenas com a unidade central. Esta estrutura está ilustrada na Figura 13. 
Central 
Coletora Coletora Coletora Coletora 
Figura 13. Funcionamento Geral do Sistema SACADA 
A unidade central, por ser responsável pelo gerenciamento das coletoras e dos testes, possui 
todas as informações pertinentes ao sistema como um todo. Desta fonna, contém as 
configurações das unidades central e coletoras cadastradas no sistema, infonnações sobre as 
tarefas agendadas e realizadas, e dados coletados resultantes da execução de coletas. 
A unidade central possui linhas telefônicas fixas que pennitem que ela se comunique com 
as coletoras cadastradas. Cada coletora possui uma linha celular para que possa se comunicar 
com a central. 
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Desta forma, cada unidade coletora recebe requisições de testes da unidade central. A 
requisição é transmitida da unidade central para a unidade coletora através de chamada telefônica 
de dados feita da linha telefônica fixa para a telefônica celular da coletora, onde são 
pa~;sa(las todas as informações net:essárías para 
estas informações, a coletora pode as medidas para, posteriormente, os 
para a uma chamada de dados da para a 
fixa da certtral). 
Após a execução da tarefa e recebimento dos dados, a central pode disponibilizar os 
resultados das coletas que o usuário possa visualizar. 
Funcionamento geral do sistema 
un1d~1de ce11tnil deverá possuir todas as informações necessárias para que o sistema possa 
ser Estas informações consistem em: telefones para chamadas de dados, e telefones para 
chamadas de voz. Com base nestes dados, é possível iniciar a comunicação com as unidades 
coletoras cadastradas, planejar e agendar coletas para as mesmas. Sem estas informações, o 
usuário não poderá utilizar nenhuma funcionalidade do sistema. Portanto, a configuração da 
unidade central é um dos pontos chave para que todas as outras funcionalidades do sistema 
possam ser iniciadas. Este cadastro de informações deverá ser realizado pelo usuário, dando 
início a testes dos telefones cadastrados, e atualização do estado de funcionamento da central, 
com base no estado de funcionamento das suas linhas telefônicas. 
Após a configuração da unidade central, as funcionalidades oferecidas pelo sistema 
SACADA já podem ser utilizadas pelo usuário. As primeiras funcionalidades que podem ser 
realizadas é a visualização da configuração da unidade central, alteração dos dados, teste dos 
telefones e cadastro de unidades coletoras no sistema. 
A unidade coletora, após inicializada pela primeira vez também requer uma configuração 
inicial que deverá ser feita pelo operador. Durante a inicialização, a coletora realiza a 
identificação dos equipamentos conectados à ela. Após esta a identificação, o usuário deverá 
completar informações de configuração dos equipamentos que não podem ser obtidas 
automaticamente. São executados então testes dos equipamentos de forma a se determinar o 
est:xdo de funcionamento de cada um deles, sendo possível identificar quais tipos de coletas a 
unidade é capaz de realizar. 
este prc•ce:sso equípars!ent<Js, a cole:torn receber 
infonnações central. Os seguintes equipamentos podem ser conectados à unidade coletora: 
telefones celulares para transmissão de dados, realização de coleta de parâmetros da sem 
qu:alí•:la(!e de voz, e de chamadas e 
coordenadas de latitude e de para coletas medidas 
deCW. 
Para que o usuário possa planejar e agendar coletas, é necessário que as unidades coletoras 
responsáveis estejam cadastradas no sistema. Para que o cadastro possa ser feito, o usuário deverá 
fornecer algum:as nlíonnaçêíes, entre 
conectado à base nestas infonnações, a unidade central deverá o processo 
de habilitação da mesma, realizando um primeiro contato com a unidade coletora que está sendo 
cadastrada, que infonna os equipamentos que possui para coletar dados, os tipos de coletas que 
estes equipamentos podem executar, o estado de funcionamento de cada um deles, e o estado 
geral de funcionamento da unidade coletora. Estas infonnações são recebidas e armazenadas na 
central para que o usuário possa agendar os testes. 
Uma vez que uma unidade coletora esteja habilitada, a unidade central passará a receber 
mensagens, e poderá enviar mensagens para a mesma, não importando qual lado inicia a 
comunicação. 
O sistema pennite que o usuário visu:alize todas as infonnações de configuração das 
unidades coletoras cadastradas, desabilite unidades coletoras para que a unidade central não 
analise mais mensagens recebidas, mas mantenha seu cadastro, e exclua o cadastro de unidades 
coletoras desabilitadas. 
Além disso, estando as unidades coletoras cadastradas, torna-se possível agendar tarefas de 
coletas de medidas. As tarefas que podem ser agendadas variam de acordo com os equipamentos 
instalados nas unidades coletoras e as atividades que os mesmos podem executar. O usuário 
poderá agendar o seguinte conjunto de tarefas: 
o Coleta de Medidas de sinal continuous wave (CW) 
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o Coleta de parâmetros da rede sem para as seguintes tecnologias: IS-95 AJB, IS-136 
CDMA 2000 lx, e GSM. 
o as tecnologias 
a ser executada, o deve a e de e 
como a e horário para transmissão dos dados coletados. Após o agendamento 
coleta, a centrai envia para a coletora as informações referentes à coleta que deverá ser re2tlízad:a. 
Quando a coletora recebe uma requisição de teste, coleta as medidas conforme 
informações contidas na requisição recebida {tipo da coleta, e horário de execução do teEc.e e 
trar1sm:íss:ão de dados col<~tados ). 
Os dados coletados resultantes desta execução são temporariamente armazenados, o 
horário agendado pelo usuário para que estes sejam transmitidos. Neste momento, a unidade 
coletora inicia a comunicação com a unidade centrai com o objetivo de enviar os dados coletados. 
Quando a centrai recebe os dados co!etados resultantes da execução de uma tarefa em uma 
coletora, estes dados poderão ser visualizados pelo usuário em editores de texto padrão, ou ainda, 
os dados poderão ser pintados em um mapa selecionado pelo usuário. 
Este trabalho se concentra no projeto de funcionalidades da unidade central, portanto a 
seção seguinte faz uma descrição mais detalhada das funcionalidades descritas nesta seção. 
3.5 Funcionalidades da Unidade Central 
Para atender aos requisitos descritos anteriormente, a unidade central deverá possuir as 
seguintes funcionalidades: 
- Cadastrar unidade centrai: O cadastro da unidade central deve ser realizado para que o 
sistema conheça e teste os telefones com os quais poderá se comunicar com as unidades coletoras 
cadastradas. O usuário deve cadastrar telefones para transmissão de dados, que são utilizados 
para envio de comandos entre a unidade central e unidades coletoras, e vice-versa; e deve 
também cadastrar os telefones que são utilizados para execução da tarefa de A vaiiação Objetiva 
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de Qualidade de voz e Estatísticas de chamadas - voz. Após a inserção, todos os números 
telefone são testados, a fim de verificar o estado de funcionamento (OK ou falha) das linhas. 
O cad:tstro unidade central pode ser alte:rado, 
é permitido alterar todas as informações inseridas pelo us1Jar1o, descritas no 
É importante notar, no entartto, que na existência de unidades coletoras habilitadas, é 
realiz:rr uma nova indicru1do os novos tel•~fones 
dados da unidade ce!llr:tl. 
- Visualiza:r o cadastro da unidade central: O usuário pode visualizar o cadastro da unidade 
central, verificando o estado de funcionamento de cada telefone. 
,..~·*~~ linhas tel•efO•ni(:as: a qu;llq•uer momento o usllári.o recjui:sitlrr o teste de uma ou 
mms línlha(s) tt~lel'Onica1(S). O s1s1terr1a """"'z" o teste, e ao fim, apresenta ao usuário o(s) estado(s) 
da(s) linhas(s). 
- Cadastrar unidades coletoras: O cadastro de unidades coletoras deve ser realizado para 
que o sistema possa conlhecer a unidade de coleta e, a pl!Ttir dal, o usuário possa utilizar todas as 
funcionalidades oferecidas pelo sistema. Para que o cadastro seja feito, o usuário deve inserir as 
seguintes informações sobre a unidade sendo cadastrada: número do telefone para transmissão de 
dados, para que o envio de comandos e transmissão de dados coletados possa ser feito; um nome 
para a unidade coletora, um identificador numérico que a identificará unicamente entre outras 
unidades cadastradas, e uma descrição geral sobre seu percurso. O processo de cadastro de uma 
unidade coletora envolve a habilitação da mesma, como será explicado na funcionalidade 
"Habilitar unidade coletora". 
- Alterar cadastro da unidade coletora: O cadastro das unidades coletoras pode ser alterado, 
sendo que será permitido apenas que as informações de descrição e número de telefone para 
transmissão de dados sejam alteradas, já que o nome e o número identificam unicamente urna 
unidade. No caso de alteração do número de telefone da mesma, esta unidade coletora precisará 
novamente passar pelo processo de habilitação, que será explicado na funcionalidade "Habilitar 
unidade coletora". 
- Visualizar o cadastro de uma unidade coletora: Após o cadastro de unidades coletoras, o 
usuário visualiza:r as informações inseridas, bem como os equiparaentos e seus estados de 
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funcionamento (OK ou Falha), e as atividades de coleta que a unidade pode realizar. últimas 
são fornecidas pela unidade coletora no momento de sua habilitação, e automaticamente 
atualizadas periodicamente pela unidade coletora após o seu cadastro. 
uma coletora: O usuário pode a qualquer momento a 
halb!l:tta<;ão de uma determinada unidade coletora. O processo habílitação um contato 
unidade coletora informando os equipamentos conectados a os estados de 
funcionamento destes equipamentos (OK ou falha), as atividades que a mesma pode executar. 
- Desabilitar uma unidade coletora: O usuário pode requisitar a desabilitação de uma 
unidade coletora. Este processo envolve um contato da unidade central com a unidade collet<)ra 
a mesma está 
informações sobre o estado de funcionamento de seus equipamentos, ou dados coletados. 
vez desabilitada, o usuário não pode agendar coletas para esta coletora. Uma unidade coletora 
desabilitada pode ser habilitada a qualquer momento. É importante ressaltar que uma unidade 
coletora desabilitada não tem seus dados removidos da base de dados da unidade central, para 
que a configuração seja removida, é necessário realizar a remoção, conforme descrito na 
funcionalidade "Remover uma unidade coletora". 
- Remover uma unidade coletora: O usuário pode remover uma unidade coletora do 
sistema. Para que uma unidade coletora possa ser removida, é necessário que antes ela tenha sido 
desabilitada. A remoção envolve um contato com a unidade coletora selecionada, e a remoção do 
seu cadastro da base de dados da unidade central. 
- Atualização automática do estado de funcionamento da unidade coletora: após a 
habilitação de uma unidade coletora, a mesma executa periodicamente um teste em seus 
equipamentos, a fim de constatar seu estado de funcionamento. Após o teste, a unidade coletora 
deve contatar a unidade central, informando o estado de funcionamento de seus equipamentos. A 
unidade central, ao receber estas infonnações, atualiza os registros da unidade coletora com os 
dados recebidos. 
- Agendar coletas: O usuário pode agendar coletas de dados para unidades coletoras 
habilitadas no sistema. No agendamento, o usuário escolhe a unidade coletora que executará a 
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coleta, o de coleta a ser realizada, os parâmetros específicos da tarefa, como quantidade de 
chamadas, duração de cada chamada, duração de intervalo para estatísticas de chamadas por 
exemplo, e o horário de início, fim e horário transmissão de dados. O sis·tenla 
va 1u1a as fornecidas, veJ:~ücarldO se existe COI!l:lito entre a tarefa que está sendo 
agendada, e os agendamentos existentes no sistema feitos pelo usuário anteriormente. Esta 
veJi:tícaç:ão é feita levando-se em consideração uma coletora pode duas 
coletas em um mesmo Desta forma, deve ser verificado se para uma 
tarefa existe alguma tarefa de mesma atividade agendada, e caso exista, se os horários de 
execução se sobrepõem em algum ponto. Além disso, será verificado se a unidade central e a 
unidade coletora podem transmitir os dados coletados no horário escolhido pelo usuário. Para a 
unidade verifica-se apenas se existe outra transmissão dados o mesmo horário. 
a unJclade central, veriifictl-se se """'"m mm"" no horário 
dados já agendadas anteriormente. Apenas para a esc:ol11ido, de acordo com as transmissões 
tarefa de estatísticas de chamadas e avaliação objetiva de qualidade de voz é feita a verificação de 
ocupação das linhas da unidade central reservadas para tarefas de estatísticas de chamadas, ou 
linhas para transmissão de voz (dependendo da modalidade do testes de estatística de chamadas). 
A falha de qualquer destas condições implica em alteração de horários de início, fim ou 
transmissão de dados pelo usuário para a tarefa sendo agendada. 
Uma vez agendada, as informações ficam armazenadas no sistema, até o momento de 
serem realizadas, quando o sistema envia para a unidade coletora as informações necessárias para 
que esta possa executar a coleta. 
- Visualizar tarefas: O usuário pode visualizar tarefas agendadas (que ainda não foram 
iniciadas), em andamento (tarefas que estão sendo executadas pela unidade coletora), e realizadas 
(tarefas cuja execução já foi terminada pela unidade coletora, e cujos dados coletados resultantes 
podem já ter sido recebidos pela unidade central). 
- Visualizar dados coletados: O usuário pode visualizar os dados coletados recebidos das 
unidades coletoras. A visualização pode ser feita em arquivo texto, onde os valores medidos 
serão mostrados em um visualizador padrão, ou sobre mapas, quando o usuário escolhe um mapa, 
e um arquivo de dados coletados, e são indicados sobre o mapa os valores medidos em suas 
posições geográficas de latitude e longitude. 
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- Importar mapas: usuário pode inserir mapas no sistema para visualizar medidas 
provenientes de arquivos de dados coletados sobre os mesmos. O usuário deve fornecer ao 
sistema o e o nome do arquivo de no formato shapefile. Apenas após a inserção 
um mapa, é possível na coletados. 
- Visualizar mapas: O usuário pode 
o 
anteriormente) e que ser vis:uatin1do's. 
mapas existentes na base de dados 
os mapas 
Capitulo 4 
Aplicação de padrões de projeto no projeto do sistema 
sistí;ma SACADA. O 
trabalho está na fase de projeto, onde será realizada a reestruturação do sistema, e aplicação de 
padrões de arquitetura e projeto. 
É interessante ressaltar a proposta este sistema leva em 
gramullari,dadle, ou os pa(!rõí;s cortsíderação apenas a aplica,ção 
aplicados nos módulos do sistema em alto principalmente nas interfaces dos subsistemas, 
com o objetivo de diminuir a dependência entre de forma que alterações internas aos 
subsistemas não causem alterações em cascata para seus dependentes, atingindo portanto o 
objetivo deste trabalho que é flexibilizar a estrutura do sistema de forma a facilitar a alteração de 
requisitos e manutenção. 
Neste capítulo será mostrado o modelo de arquitetura original projetado para o sistema 
SACADA, e depois, serão detalhados os pontos deste modelo que apresentam problemas, e como 
estes pontos podem ser alterados e melhorados, utilizando os conceitos de padrões de arquitetura 
e projeto explicados no capítulo 2. Com base nestas duas propostas, serão realizadas análises 
comparativas levando em consideração os quesitos: qualidade do modelo, facilidade de 
entendimento, facilidade de alteração de requisitos e manutenção. 
4.1 Processo de utilização de padrões 
A aplicação de padrões na reestruturação deste projeto foi feita da seguinte forma: em um 
primeiro momento, foi realizado um estudo detalhado sobre os padrões de arquitetura e projeto, 
através dos livros [GAMMA - 95], [SHALLOW A Y - 02], [BUSCHMANN - 96], para 
entendimento dos conceitos de padrões e descrição e exemplos de utilização de cada um deles. 
Após este primeiro conhecimento de padrões, possível notar que o estudo de padrões é 
mais bem aproveitado quando o desenvolvedor possui experiências anteriores em 
desenvolvimento de sistemas, que desta fonna, é possível reconllec<er mrus faciln:ten1te os 
podlem ser ap1:1cac1os. 
prc,bl<~m<IS apresentados pelo sís;terr1a SACADA na 
listagem levou a conclusão que todos os problemas apresentados 
consistirun de urna mesma fonte: a inflexibilidade do projeto original para incorporar as 
alterações de requisitos. Localizados os pontos inflexíveis do projeto, foi feita urna análise, ponto 
a ponto, buscando extrair a raiz do problema da inflexibilidade, para se poder então aplicar os 
padirões, segundo o 
4.2 Arquitetura geral original do sistema 
De acordo as funcionalidades do sistema SACADA, é possível modelar o sistema, levando-
se em consideração quatro crunadas principais: uma camada de persistência de dados (de acesso à 
base de dados), urna crunada de processrunento de dados, uma camada de interface gráfica, e uma 
crunada de transmissão de dados, como pode ser observado na Figura 14. 
Interface Gráfica Persistência de dados 
~ Processamento de dados V' 
'I' 
\ I< 
Transmissão de dados 
!\i 
Figura 14. Arquitetura do Sistema Original 
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A camada de persistência de dados faz o tratamento e acesso à base de dados. O sistema 
original não utiliza um sistema gerenciador de base de dados, realizando a persistência dos dados 
através serialização de objetos do sistema em arquivos. Desta forma, todo o código de acesso à 
base concentrado em uma a alteração e de novos 
manipulação. Para manipular a base de dados, todas as classes 
cla!;ses eSI)eciifk:ad;~s na camada de pe1·sístêncía. 
sistema utilizam 
furam projetadas de forma a suporte a 
todas as necessidades de acesso à base de dados, como inserção, alteração, remoção e obtenção 
de dados utilizando diferentes tipos de filtros. 
A camada de interface gráfica contém apenas classes fazem interação com o usuário. 
Estas não nem acesso à 
forma, quando uma funcionalidade é requisitada pelo usuário através interface grámc.a, esta 
repassa a requisição para alguma classe da camada de processamento que seja responsável por 
realizar a funcionalidade. 
A camada de transmissão de dados faz a interface com os telefones, contendo todos os 
algoritmos necessários para que seja possível originar e receber chamadas telefônicas. Fornece à 
camada de processamento uma API (Application Programming Interface) que permite que o 
envio e recebimento de comandos entre a unidade central e unidades coletoras seja possíveL 
A camada de processamento foi projetada contendo todos os algoritmos para 
processamento das informações armazenadas pelo sistema, e algoritmos para processamento das 
funcionalidades do sistema. Faz interface com a camada da interface gráfica, para executar as 
requisições do usuário, com a camada de persistência de dados para o acesso à base de dados, e 
com a camada de transmissão de dados, para comunicação com as unidades coletoras. 
O sistema "original" como um todo foi projetado sem a utilização formal de padrões. Por 
este motivo, alguns pontos do sistema apresentaram falhas e dificuldades para alteração de 
funcionalidades e reutilização de componentes. Estas dificuldades serão apresentadas neste 
capítulo, e será explicado também o ponto do modelo que impede que a alteração de 
funcionalidades seja realizada, e corno a reestruturação do projeto, e aplicação de padrões 
flexibiliza o sistema de forma a permitira a alteração de forma simples. 
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4.3 Propostas de soluções de projeto baseadas em Padrões de 
Projeto 
alteração 
flexível à mudanças de requisitos funcionais, ter clareza de 
entendimento, com módulos separados e estruturas de classes para resolver problemas mais 
siste,ma, e destes 
Inicialmente será mostrada uma solução para a arquitetura geral utilizando padrões de 
arquitetura, e a seguir, serão apresentados alguns requisitos do sistema que apresentaram 
problemas de projeto, e como os padrões de projeto ajudariam a resolvê-los. Neste trabalho, serão 
tra.tac!os os aspectos 
de dados coleta<ios. 
4.2.1 Arquitetura geral do sistema 
Pata arquitetura geral do sistema, será utilizado o padrão de arquitetura Model-View-
Controller, já que, de acordo com a especificação descrita no Capítulo 3 trata-se de um sistema 
interativo, onde a interface gráfica com o usuário representa um papel fundamental no 
funcionamento do sistema. 
Além disso, será mantida a divisão do sistema em camadas, de acordo com 
responsabilidades: uma camada para interface gráfica, que contém apenas classes que interagem 
com o usuário (nesta camada estatão contidos os objetos View-Controller); uma camada de 
persistência dos dados, que interage com o sistema gerenciador de base de dados; uma camada de 
transmissão de dados, que interage com os telefones responsáveis por realizar a troca de dados 
entre a central e as unidades coletoras; e uma camada de processamento de dados e 
funcionalidades (esta camada contém as classes Model do padrão MVC). 
É importante ressaltar que a divisão do sistema em camadas permite que as camadas de 
acesso, como base de dados, transmissão de dados e interface gráfica possam ter sua 
implementação alterada a qualquer momento desde que continuem realizando suas 
responsabilidades, e mantenham a interface de operação esperada, sem a necessidade de alteração 
das classes da camada Model. Além disso, as camadas utilizadas por Model podem ser projetadas 
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de forma genérica o suficiente para que possam ser reutilizadas também outras aplicações que 
necessitem de :funcionalidades similares. Desta forma, este tipo de arquitetura contribui com a 
criação de módulos reutilizáveis, e facilita a manutenção e evolução do sistema. 
serão 
características do sistema, se 
de cadastro 
ne<:es:;ári.o pJrOJ<:tar uma base de 
central e col•etoJras, estado operação das 
mesmas, agendamentos 
devem ser localizadas. 
coletas as co.!et•Jra.s, coletas realizadas, e mapas onde as coletas 
O sistema original utiliza um modelo simplificado de base de dados (sem a utilização de 
base se baseía na serialização 
armazenados em diretórios organizados e pelo sistema, onde o nome do arquivo o 
identifica unicamente. Esta base de dados não utiliza protocolo de comunicação a não ser 
a busca em diretórios e escrita e leitura de arquivo. Em [LOOMIS - 95] se encontra uma 
descrição mais completa sobre modelos de bases de dados orientadas a objetos. 
Esta base de dados foi proposta devido ao baixo volume e complexidade das informações 
que seriam armazenadas no sistema, e devido à baixa quantidade de recursos computacionais 
disponíveis nas unidades coletoras. Mas com a evolução de :funcionalidades, ocorreu também um 
aumento do volume de dados gerados, e esta base se tornou ineficiente, dando margem a erros 
por acessos concorrentes de threads, erros em identificadores dos arquivos, e por fim, 
inviabilizando o controle de transações. 
Em face do problema de ineficiência do esquema de armazenamento de dados original, se 
fez necessário uma nova proposta de armazenamento. Esta proposta envolve a utilização de 
sistemas gerenciadores de base de dados (comercial), possibilitando que o sistema utilizado possa 
ser alterado dependendo do cliente onde o sistema SACADA for instalado. A utilização de 
sistemas gerenciadores de bases de dados resolve o problema de persistência de dados de forma 
simples, já que elimina do projeto SACADA a necessidade de se preocupar em evoluir o 
esquema de persistência de dados original, já que o desenvolvimento de novos modelos de 
persistência não faz parte dos objetivos do sistema. 
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de dado a ser persistido, um gerenciador de acesso 
que contém todos os métodos necessários para que a persistência possa ser requisitada pelos 
clientes. Os objetos clientes5 instanciam os gerenciadores a fim de persistir as 
inforrna(;ões. O meio 
corltêin as informações que devem ser persistidas, senuo, portanto, o protocolo comunicação 
entre a carnac!a pen;istência e a carrtada processamento. A Figura 15 mostra este modelo. 
BaseDados 
/' ;l '~ 
Base Central BaseColetora BaseDadosColetados 
• insereCenlraiO: void + insereColeloraO: void + insereDColeladosO: void 
+ alteraCentraiO : void + alieraColetoraO: void + removeDColeladosO : void 
+ obtemCentraiO: voiel + removeColetoraO : void + obtemDColetaelosO : void 
+ BaseCenlraiO: void + obtemColeloraO: void + BaseDadosColeladosO : void 
+ BaseColetoraO : void 
Figura 15. Modelo de Base de Dados original 
Pode-se perceber analisando a Figura 15 que o projeto original respeita a arquitetura em 
camadas, onde as classes de acesso à base de dados estão concentradas em uma camada bem 
definida, com os gerenciadores de base de dados como interface para os clientes. Por separar a 
camada de persistência da camada de processamento e realizar um protocolo de comunicação 
entre elas através de objetos que contêm os dados, o projeto já segue o padrão DAO, mesmo que 
não formalmente. 
Por outro lado, pode-se notar também que o modelo prepara o sistema para interagir com 
apenas um tipo de esquema de persistência de dados, no caso, a base de simplificada original. 
5 Durante a fase de projeto, foi considerado como classes clientes todas aquelas que acessem uma 
camada do sistema através de uma API. Desta forma, as classes clientes da camada de acesso à 
base de dados são as classes da camada de processamento, que utilizam a camada de base de 
dados para realizar operações de inserção, alteração, remoção e consultas às informações 
armazenadas. 
Isso, porque as classes clientes instanciam classes produtos caso os gerenciadores de base de 
dados) diretamente, tomando-se dependentes destas classes; logo, a criação de novos 
gerenciadores um novo de SGBD se toma que seria necessário alterar todas as 
classes que a acessam. 
Para inserir um novo tipo 
pos:sibilidade:s: uma 
base de dados, exemplo, uma base de dados relaciona!, 
classes sírníl:ares, mas com uomes diferentes, e 
em (classes onde fosse necessário instanciar um gerenciador, 
seria necessário escolher este produto, conforme o tipo de SGBD utilizado durante a execução. 
Uma outra possibilidade seria gerar duas versões do sistema, e para isso, seria necessário copiar 
todas as classes de gerenciadores de base de dados orientada a objetos, e implementar suas 
furtcicma.lídadt~s para a base 
execução, teria que se esc:o!iher qual dos dois coJnjuntcls de classes 
o SGBD escolhido). 
Como é possível notar nenhuma das duas soluções é razoável, já que a primeira implicaria 
em uma alteração no código de todas as classes clientes toda vez que uma nova família fosse 
inserida, e a segunda geraria repetição de código e dificuldades no controle de versões do 
sistema, inserindo erros e diferenças de versões indesejáveis para um mesmo produto. 
Com este problema, foi necessário reestruturar a camada de persistência de dados do 
sistema. O novo modelo proposto deve considerar que o sistema pode trabalhar com diferentes 
tipos de sistemas gerenciadores de bases de dados (SGBD), com princípios e regras de 
funcionamento diferentes, como por exemplo, o esquema de annazenamento de dados 
simplificado original, e um SGBD relaciona!, baseado em tabelas de dados com linguagem de 
acesso SQL (Statement Query Language), implementação comercial, e maior capacidade de 
annazenarnento e controle de segurança. A implementação do acesso a estes dois esquemas de 
annazenarnento de dados é bem diferente, porque a base de dados simplificada não utiliza a 
linguagem SQL. E ainda, embora os SGBDs comerciais utilizem a linguagem SQL padrão, cada 
um deles pode implementar além dos comandos padrão, comandos que auxiliem ou simplifiquem 
a utilização do sistema. Desta forma, deve-se considerar que o acesso aos SGBDs será diferente, 
dependendo da base de dados utilizada. Cada um deles possui particularidades de comandos e 
regras de acesso. Por isso, o projeto deverá contemplar a possibilidade de expansão para novos 
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SGBDs forma simples, e sem alterações nas classes clientes que utilizam a camada de 
persistência. 
esta preparaçãü, o sist<ema ser mstal:l.do nos clientes utilíZlmdlo o SGBD 
deverá ser 
acordo com as necessidades de armazenamento. Mas, a customização 
forma simples, sem a necessidade de manter versões diferentes do código 
'""".ca."' class<es di:fer•entles para o acesso, a de códligo 
Resumindo, o novo modelo considerou os seguintes aspectos: a arquitetura geral em 
camadas do sistema, a possibilidade de existência de diferentes bases de dados, sem a 
necessidade de alteração dos outros componentes que a utilizam cada vez que o suporte a uma 
nova base nei;essái1o, nem mesmo a manuiten<,ão 
O novo projeto modelado de forma que as classes clientes da base de dados não 
necessitem conhecer o tipo de SGBD que está sendo utilizado, sua linguagem de acesso, etc., 
possibilitando que os objetos clientes vejam a persistência de dados de forma única, através de 
interfaces que disponibilizam todas as operações que podem ser realizadas, como por exemplo, 
inserção, remoção, alteração ou consulta de informações armazenadas. Além disso, o meio de 
comunicação de informações entre os clientes e a camada de persistência serão objetos de 
armazenamento temporário de dados. Estes objetos serão preenchidos pelo cliente e enviados 
para a camada de persistência quando da inserção de um registro na base, da mesma forma que 
estes objetos serão preenchidos pela camada de persistência, e devolvidos ao cliente quando este 
requisitar a consulta de informações na base de dados. 
Para que este objetivo fosse alcançado, foi necessáiio fazer uma modelagem onde se 
mantêm duas camadas bem distintas: os clientes que manipulam objetos, e os gerenciadores de 
acesso, que se preocupam em transformar os objetos em informações que podem ser armazenadas 
permanentemente ou obtidas da base de dados. 
Para manter a arquitetura geral proposta para o sistema, as classes de persistência deverão 
ficar separadas das classes clientes do sistema. Este é o princípio seguido pelo padrão DAO, 
tendo como objetivo principal concentrar as classes de acesso à base de dados em uma camada 
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bem para que o código de acesso em baixo nível ( c<lnt!ecimeni'o de detalhes de acesso 
do produto) não fique espalhado pelo sistema. 
dado a ser persistido, cmtdo um ge1·en•:m•:lor de acesso, e este oos:sui 
que a persistência possa ser recjuí:sitEtda pelos objetos diení:es. os métodos necessários 
e neste caso, foram definidas, em duas famílias: uma os 
gerenciadores base de dados simplificada (que será chamada genericamente de base de dados 
orientada a objetos), e outra contendo gerenciadores de base de dados relaciona!. Estas famílias 
não deverão coexistir em uma mesma aplicação. Cada instância do sistema será iniciada com um 
SGBD específico (dependendo cliente onde o sistema será instalado). 
Além disso, novamente, as classes clit:nt•:s não devem conhecer o de SGBD 
sendo utilizado no sistema. Devem conhecer apenas a interface de acesso (gerenciadores). 
A existência de famílias de objetos que não coexistem, associada ao fato de que os objetos 
cliente que as utilizam não possuem conhecimento sobre as mesmas, caracterizam a utilização do 
padrão Abstract Factory. A utilização deste padrão permitirá que os clientes se tomem 
independentes da família utilizada, já que não realizam a instanciação direta de objetos desta 
família, deixando a instanciação para a factory responsável por isso, e utilizando apenas a 
interface disponível. Neste caso, os objetos produto são os gerenciadores de base de dados, que 
serão utilizados pelos objetos cliente (classes da camada de processamento de dados do sistema, 
que necessitam manípular a base de dados). 
A camada de acesso à base de dados possui interfaces que serão utilizadas pelos clientes, e 
classes concretas que implementam estas interfaces para cada tipo de base de dados existente no 
sistema, utilizando os modelos de comunícação específicos definidos para cada esquema de 
persistência de dados. 
Seguindo o padrão abstract factory, é necessário ainda a criação do intermediador 
responsável por instanciar os produtos. Este intermediador é chamado Factory. Os clientes não 
instanciarão as classes produtos (gerenciadores) diretamente, já que não possuem conhecimentos 
sobre classes concretas, apenas sobre as interfaces. Portanto, eles deverão requisitar esta 
instanciação para a Factory, que sabe qual família de base de dados está sendo utilizada pelo 
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sistema e, portanto, qual ObJeto produto deverá ser instanciado. Será declarado um ta1:tmy 
abstrato, BaseDados_Factory, e duas classes concretas, que implementam esta classes abstrata, de 
acordo com as particularidades de cada fabricante de SGBD. Desta fonna, teremos duas classes 
criar gerenciadores para base dados a e 
BaseRelacionai_Factory, que cria gerenciadores que realizam o acesso ao SGBD relaciona!. 
as classes as seguintes BaseCentral, 
e BaseDadosColetados que representam os gerenciadores da base de 
(produtos) e a interface BaseDados_Factorylnterface, que contém os métodos responsáveis pela 
criação de cada gerenciador. 
Observe-se que o cliente só tem conhecimento das interfaces, tanto dos pnJd11tos, """'"'" da 
tarefa e tempo é on)Íetar int,prf;,r-,,< 
todas as funcionalidades que as classes herdeiras realizarão. 
Sendo implementado a partir deste modelo, garante-se que o código de manipulação das 
bases está concentrado em uma camada, sem o conhecimento do sistema como um todo. Além 
disso, garante-se também que a inserção de um tipo de base de dados novo, produzida por outro 
fabricante, pode ser feita de fonna simples, sem a necessidade de alteração dos clientes. 
A interface BaseDados_Factoryinterface contém o método getlnstance(). A classe abstrata 
BaseDados_Factory que implementa esta interface, deve implementar o método getlnstance(), 
que é estático e responsável por instanciar umafactory concreta de acordo com os parâmetros do 
sistema a serem analisados, como por exemplo, o tipo de base de dados a ser utilizada, 
informação que poderá estar presente em um arquivo de configuração do sistema. As classes 
factory concretas são singletons, pois estas factories serão responsáveis por gerenciar a 
instanciação dos produtos. Além disso, as factories deverão ter um ponto de acesso bem definido 
e conhecido para todo o resto do sistema. 
Para obter um gerenciador de base, o cliente deverá primeiramente obter a instância de uma 
factory concreta. Para Jsso, deverá utilizar o método estático getlnstance() da 
BaseDados_Factory. Este método retornará umafactory concreta. Após isto, o cliente conseguirá 
criar uma base de dados, por meio dos factory methods (CriaBaseCentral, CriaBaseColetora, 
CriaBaseDColetados) declarados em BaseDados_Factory. 
Figura 16 mostra o novo modelo de base de dados descrito. 
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Figura 16. Novo Modelo de Base de Dados 
Caso haja a necessidade de se inserir um novo tipo de base, será necessário derivar dos 
gerenciadores abstratos (BaseCentral, BaseColetora, BaseDadosColetados) gerenciadores 
concretos que implementem as funcionalidades de acordo com as particularidades de acesso da 
base de dados sendo inserida, e derivar uma nova concreta de BaseDados_Factory 
criará os gerenciadores corretamente quando estes forem requisitados pelo cliente. E o cliente não 
precisará ser alterado, já que conhece apenas as interfaci~s (que foram alteradas com a 
inserção nova base se importando com as classes concretas 
bastante efi<:ie11te, do sistema em 
camadas bem separadas, auxilia a criação de um módulo de persistência de dados, facilita a 
manutenção do sistema, e pennite a alteração de requisitos da aplicação de fonna rápida, e com 
menor possibilidade de introdução de erros. 
das desvantagens no de classes 
geradas é bem maior, já existe a necessidade de suporte a classes poderão vir a existir, 
mas que não necessariamente serão concretizadas. Portanto, se por um lado, no caso de alteração 
de requisitos a estrutura não é abalada, por outro, caso exista apenas uma família de objetos, a 
estrutura é muito grande. 
4.2.3 Pool de Conexões 
O esquema de persistência de dados original do sistema não utiliza o protocolo JDBC (Java 
Database Connectivity) para comunicação, e não precisa, portanto do estabelecimento de uma 
conexão para que o sistema possa acessá-la. Porém, para a utilização de SGBDs relacionais 
comerciais, é convencionado em Java a utilização do protocolo JDBC, sendo necessário o 
estabelecimento de uma conexão para que o acesso a base de dados possa ser realizado6• 
O estabelecimento de conexões com o SGBD é um processo que demora algum tempo, já 
que as infonnações de login e senha do usuário, devem ser verificadas pelo sistema, antes que os 
acessos possam ser efetuados. Dependendo da quantidade de conexões estabelecidas durante a 
execução de um aplicativo, este processo pode se tornar bastante lento, e sobrecarregar as 
funcionalidades do sistema. 
6 Em [JONG - 04] é proposto uma implementação para obtenção de conexões via protocolo 
JDBC. 
48 
Para melhorar o desempenho da aplicação, será interessante manter um conjunto de 
conexões pré-estabelecidas, que poderão ser utilizadas sempre que um acesso à base de dados for 
requisitado. Como a conexão não será estabelecida sob demanda (para cada oh•<"to que precisar 
acessar a base de dados, é necessária a obtenção uma nova conexão), o tempo necessário para 
a realização de uma operação na base de dados irá dírnínuír 
este motivo, um de classes o 
~oni•m''" de conexões com as características descritas é chamado 
conexões. O projeto deste pool envolve a utilização dos padrões object e singleton. Foi 
projetada uma classe responsável pelo gerenciamento das conexões, chamada ConnectionPooL 
Esta classe tem uma instância única no sistema, e um ponto acesso visível a qualquer objeto 
precisarem de uma conexão com a base 
conexão, e são chamadas classes clientes. 
Cliente 
usa 1!1-
ConnectionPool 
- inslancia : ConnectignPool 
- velorConexaoEmUso: Vector 
- velorConexaoUvre: Veclor 
+ oblemlnstanciaQ : ConnectionPool 
- ConnectionPooiO 
+ criaConexoes(quant: in!) : void 
+ oblemConexaoo: Conneclion 
+ liberaConexao(conexao : Connection) : void 
Figura 11. Modelo de Poollle conexões 
que 
A Figura 17 representa o diagrama de classes proposto para o pool de conexões. A classe 
ConnectionPool mantém dois vetores para controle das conexões, um que indica quais são as 
conexões livres, e outro que indica as conexões em uso. Como existe apenas um objeto 
ConnectionPool no sistema, estes vetores são estáticos, e o acesso a eles é sincronizado, evitando 
que dois métodos os acessem simultaneamente, impedindo que estes dados cheguem a um estado 
de inconsistência (por este motivo os métodos obtemConexao() e liberaConexao() também são 
sincronizados). O método obtemlnstancia() é utilizado para controlar o acesso a uma instância 
única da classe no sistema, e o construtor da classe é privado, evitando que objetos a instanciem. 
As infonnações de conexão (localização da base de dados, usuário e senha) ficam 
armazenadas em um arquivo de propriedades. Na primeira instanciação de um objeto desta 
classe, são criadas as conexões, que são armazenadas no vetor de conexões livres. O método 
obiten!C<me:xa•o() é bloqueante, caso não existam conexões o ficar 
bloqueado, aguardando que alguma conexão seja liberada. 
opool conexões por método obtenúnstancia() e depois 
deverá utitiZEtr o método obiten!C<me:xa:o() para obter uma contex1ío através deverá "'auLA"-' 
os acessos à base de dados. Após a utilização da base de dados, deverá liberar a conexão por 
meio do método liberaConexao(). 
classe ConnectionPool está localizada na camada de persistência de dados, e seus clientes 
os classes e 
(pertencentes à mesma camada). 
Para o sistema original não foi projetado nenhum modelo de pool de conexões, porque a 
base de dados utilizada originalmente não utiliza o protocolo JDBC. Por este motivo, não será 
possível realizar a análise comparativa entre o projeto original e o novo projeto proposto, mas 
ainda assim, pode-se destacar que a utilização dos padrões ObjectPool e Singleton permitem que 
as classes de bases de dados compartilhem conexões, de forma a otimizar o tempo de acesso, e 
propõe uma estrutura simples e organizada para o gerenciamento das conexões do sistema, 
aumentando, portanto a qualidade do projeto, e a facilidade de manutenção. 
4.2.4 Interface gráfica 
A interface gráfica do sistema é composta por menus que oferecem ao usuário as 
funcionalidades descritas no capítulo 3.5, e um painel, onde são mostradas figuras representando 
a unidade central configurada, e as unidades coletoras configuradas. A unidade central é 
apresentada em cores diferentes, de acordo com o seu estado de funcionamento: vennelha em 
caso de falha em algum de seus telefones e azul se todos os telefones estiverem funcionando 
corretamente. As unidades coletoras são desenhadas nas seguintes cores, também de acordo com 
seu estado de funcionamento: vennelha em caso de falha em algum de seus equipamentos, ou se 
houver falha na comunicação com a mesma, cinza caso esteja desabilitada, e azul caso todos os 
seus equipamentos estiverem funcionando corretamente. Além disso, tanto a unidade central 
quant.o as unidades c.oletoras só são inseridas na tela confonne suas configurações são realizadas 
pelo usuário, e as unidades coletoras são removidas da tela confonne o usuário requisita a 
remoção da configuração base de dadoso 
O proojeto original 
camadas bem separadas, uma 
cmnu:níc:anclo-:;epor objetos Fa.;ad'eo 
É importante ressaltar que a utilização destes padrões não foi feita fonnalmente, apenas 
pela experiência da equipe no desenvolvimento de outros sistemas, que mostraram a importância 
se sej:)ar<rr a intJorfllCe gráfica da carnac!a de processamento questões sirntpli<~id<!de, e a 
im1~mt~nciB de sín:lplíí!cJ'!r a camada processamento para a interface gráficao Será eX])JH:aélo a 
seguir como os padrões MVC efaçade foram aplicados no sistemao 
A falta de conltecimento dos padrões no projeto original, aliada às alterações de requisitos 
durante a fase de implementação causaram em muitos pontos do sistema a violação destes dois 
padrõeso 
Este trabalho propôs a utilização dos padrões MVC, façade e command para o novo 
modelo o 
Para resolver o problema de organização das classes da camada de processamento que 
executam as funcionalidades da interface gráfica, foi mantida a utilização do padrão Model- View-
Controller, que separa o pacote de interface gráfica do pacote de processamento, pennitindo que 
o primeiro tenlta conltecimentos sobre o segundo, mas que o inverso não seja válidoo Este padrão 
deve ser mantido em todas as classes do sistemao 
Foi mantida também a utilização do conceito de classes Façade, que são responsáveis por 
simplificar o pacote de processamento para a interface gráfica, disponibilizando apenas as 
funcionalidades necessárias para que as operações da interface gráfica possam ser processadaso 
Desta fonna, existirão três tipos de classes: As classes da camada de interface gráfica, as classes 
façade pertencentes à camada de intennediária (que realizam a comunicação entre a interface 
gráfica e processamento), e as classes da camada de processamento o É importante observar 
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apenas que a camada de processamento de dados original, representada na Figura 14, foi dividida 
apenas para ilustrar melhor a situação em : camada intermediária e camada de processamento de 
dados, como é mostrado na Figura 18: 
Interface Gráfica Processamento de dados 
~ ~, Intermediária (F açade) F-
Figul'll 111. lnte~<~ção entre Camadas 
inte,rfa<~e gJrátlí;a u1tili2:a os F açade 
apresentadas ao usuário, e para redirecionar o tratamento de eventos gerados pelo usuário. Como 
os eventos gerados na interface gráfica são redirecionados para classes de processamento através 
dos objetos Façade da camada intermediária, alterações na camada de processamento não causam 
alterações na interface gráfica, desde que as interfaces das classes F açade se mantenham iguais e 
estas continuem executando suas funcionalidades. 
Na camada de processamento, foi proposto a utilização do padrão Command para 
efetivamente realizar as funcionalidades requisitadas pelo usuário através da interface gráfica. 
aplicação deste padrão deve-se ao fato que ele tem como função separar a execução de 
funcionalidades de forma que fiquem independentes dos clientes que as utilizam. Ou seja, 
atualmente as funcionalidades são comandadas por um usuário através da interface gráfica 
disponibilizada pela central mas, futnl'llmente, as funcionalidades poderiam ser disparadas por 
uma interface gráfica em um cliente web, ou por um script que indicaria o funcionamento 
esperado. Utilizando este padrão, não importa quem seja o cliente que inicia a utilização das 
funcionalidades, há a garantia de que as informações necessárias para que estas possam ser 
executadas sejam fornecidas, as funcionalidades serão realizadas. 
Para utilizar este padrão necessitou-se criar uma interface Command que representa um 
comando. Depois disso, derivou-se de Command classes específicas para a realização de cada 
funcionalidade. De acordo com a especificação funcional descrita anteriormente, foram criadas 
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classes derivadas para as seguintes funcionalidades: Configurar Unidade Central, Testar 
telefones, Configurar Unidade coletora, Habilitar Unidade coletora, Desabilitar Unidade coletora, 
Remover Unidade coletora, Agendar Tarefas, Visualizar dados Coletados. Para exemplificar o 
Configurar Unidade coletora e Agendar Tarefas, e todas as outras funcionalidades devem seguir o 
mesmo procedimento. Estas classes a interface Cc•m1nand, que possm apenas o 
método executar(). Este método vai disparar a execução em questão. Cada classe 
n,,.,v,,n,. possui um construtor que recebe como parâmetros todas as informações necessárias para 
que o comando possa ser executado (todas as informações de entrada do usuário na interface 
gráfica). Estas informações podem também ser passadas através do preenchimento de objetos 
com apenas de armazenar as informações. 
A Fi12:ura 19 mostra o diagrama classes 
Neste diagrama, são mostradas apenas as classes responsáveis por configurar a unidade Central, 
configurar unidades coletoras, e agendar tarefas. 
<<-interface>> 
Command 
+ executarO: void 
ConflgurarCenlral_ Command • ConfigurarColetora Command 
' 
AgendarTarefa Command 
Figum19. Diagrama de classes Command 
A Figura 20 demonstra o relacionamento completo entre as 3 camadas descritas 
anteriormente. Para separar as camadas, as classes referentes a cada uma delas foram inseridas 
em um pacote, gerando, portanto os pacotes Commands, InterfaceGrafica e Façade. 
!nterfaceGrafica Commands 
GIJ14 
l;ommand31 
I Co 
I 
Facade 
Facadel 
F:acade1 
Figura 2!l. Interação das camadas Commands, Façade e lnterfaceGrafica 
Desta fonna, realizando uma análise comparativa entre os dois modelos mostrados (original 
e proposto), é possível notar que a utilização dos padrões Façade e Command associados ao 
padrão de arquitetura MVC trazem modularidade e simplicidade à interação entre interface 
gráfica e processamento de requisições, de fonna que ambas podem ser alteradas sem interferir 
uma na outra, além de pennitir que diferentes clientes possam iniciar a execução de 
funcionalidades do sistema (facilidade de alteração de requisitos na interface gráfica). 
4.2.4.2 Gerenciamento de figuras 
Para que o usuário possa acompanhar o funcionamento da unidade central e das unidades 
coletoras, são disponibilizadas figuras na janela principal do sistema, sendo que a central é 
representada por um computador, e as coletoras são representadas por aparelhos celulares. Estas 
figuras terão suas cores alteradas confonne as atualizações no estado de funcionamento ocorridas 
durante a execução do aplicativo. 
O projeto original do sistema violou o padrão MVC já que possui apenas uma classe para 
desenhar as figuras (DesenhistaFigura) e uma classe representando a figura a ser desenhada 
(Figura), pertencentes à camada de interface gráfica, e todas as classes de processamento que 
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realiz:am alterações no cadastro da central e coletoras acessam diretamente a classe responsável 
pelo desenho, indicando que uma figura deve ser inserida, alterada ou removida da base de dados. 
Figura 21 mostra o modelo original sistema. 
I 
lnielface Gráfica 
Desenhista Figura 
Figura - lislaFiguras : Vector 
- identificadorObjeto: in! Í .. * 1 - insereHosiO: void 
- nomeObjelo : String ~ - removeFiguraOd :in!): void 
- arquivoFigura : in! - alteraFigura(id: in!, status: in!) : void 
+ oblemlns!ancia(l: Desenhista Figura 
+ obtemFigura(id : in!) : voíd 
+ ínsereUnColeia(id : in!, status : ini): void 
'---
I 
Processamento 
Classe1 Classe2 
Figura 21. Modelo original de gerenciamento de figuras 
Este modelo é ruim porque exige que o acesso à interface gráfica e conhecimento da 
alteração de figuras esteja espalhado em vários pontos nas classes de processamento, não 
respeitando a arquitetura MVC definida para este projeto. Além disso, alterações no modo de 
funcionamento das classes Figura e Desenhistafigura podem causar alterações em vários pontos 
do código. 
É necessário, portanto um mecanismo que pennita inserir, remover ou alterar desenhos na 
tela de acordo com eventos ocorridos no sistema, sem perder de vista o tipo de arquitetura 
utilizado, MVC, onde os elementos da interface gráfica devem estar bem separados dos 
elementos de processamento do sistema. Desta fonna, proposto um novo modelo para o 
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de gerenciamento de figuras, de forma a eliminar os problemas descritos 
anteriormente. 
tela: responsável manter o arquivo de desenho, o ide:ntific;ldc>r obJeto (unidade 
coletora); e ou coletora), e o do (unidade central ou unída(!e 
é um Figura no da 
como alteração de suas cores, estão totalmente ligadas a eventos processados que alteram o 
estado dos elementos unidade central e unidades coletoras na base de dados. Este comportamento 
é característico do padrão Observer, já que os gerenciadores da base de dados caracterizam os 
obi:etc•s a serem e a classe deve ser de com eventos 
ocorridos nos (objeto observador). seja, os gerenciadores de base BaseCentral e 
BaseColetora são os Publishers, porque são origens dos eventos, e a classe DesenhistaFigura é 
subscriber, já que deve ser notificada quando um evento de alteração da base de dados ocorrer. 
F oi utilizado o conceito de eventos e observadores de eventos ( events e eventListeners) 
definidos em Java. Definiu-se duas classes de eventos chamadas EventoColetoraBaseDados e 
EventoCentralBaseDados, que representam as alterações nas bases de dados das unidades 
coletoras e da central respectivamente. Com estes objetos, os observadores de eventos conseguem 
saber o que ocorreu. 
Foram modeladas também interfaces para listeners chamadas CentralBase_Listener e 
ColetoraBase_Listener, que devem ser implementadas pelas classes que desejarem observar os 
eventos ocorridos. Estas interfaces definem alguns métodos que representam os tipos de eventos 
que podem ocorrer na base de dados. Como a classe DesenhistaFigura é a observadora, deve 
implementar estas duas interfaces. 
As classes derivadas de BaseCentral e BaseColetora são responsáveis por gerar eventos. 
Portanto, as classes que desejarem observar estes eventos, devem se registrar nelas como 
listeners. O registro é feito através do método insereListener e removeListener, existente nestas 
classes. Quando alguma alteração for realizada nas bases de dados, as classes geradoras de 
eventos deverão criar um objeto EventoCentraJBaseDados ou EventoColetoraBaseDados, 
56 
preenchendo todos os atributos que descrevem o evento ocorrido, e de acordo com o evento, 
notifica através de um método da interface listener todos os objetos que implementam 
CentralBase _ Listener ou ColetoraBase _ Listener. É possível observar neste ponto, que os objetos 
derivados BaseCentral e BaseColetora não conhecem as classes concretas registradas como 
listeners, conhecem apenas as interfaces, com quem se comunicam. 
existe apenas uma o obJeto EventoC'en1tralBa.sel)a<los cm1tt'1n aJJen;ls o 
que indica que objeto gerenciador base de dados gerou o evento. o objeto 
EventoColetoraBaseDados contém os seguintes atributos: idCo!etora e fonte, para que os 
observadores consigam saber qual unidade coletora foi alterada, e qual base de dados gerou o 
evento. 
para a os 
centralComFalha, centra!OK, centra!Inserido. Os métodos definidos para a interface 
ColetoraBase _ Listener são os seguintes: coletoraComF alhaParcial, coletoraComFalha Total, 
coletoraOK, coletoraDesabilitada, coletoraHabilitada, coletoraRemovida, coletoralnserida. Todos 
estes métodos recebem como parâmetro um objeto EventoBaseDados, possibilitando ao objeto 
observador realizar as atividades de alteração de figuras quando um evento ocorrer. 
A Figura 22 representa o diagrama de classes para o gerenciamento das figuras descrito 
a c 1m a. 
Neste ponto, observe-se que a aplicação do padrão além de respeitar o padrão de arquitetura 
MVC, deixou o projeto mais simples em relação ao original, já que as classes da interface gráfica 
e de processamento interagem por meio de eventos; existe também a obrigação de comunicação 
com interfaces, e não com as classes concretas que as implementam; e por fim, o novo projeto 
penrnite uma maior flexibilidade em relação ao anterior, pois caso novas classes precisem realizar 
funções junto à interface gráfica de acordo com eventos ocorridos na base de dados, necessitam 
apenas implementar a interface de listener e se registrar na base de dados, não sendo necessário 
que a base de dados ou qualquer outra classe do sistema tenha conhecimento destes objetos. 
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<o:.::interface;.> 
Centra!Base Ustener 
+ centra!ComFalhaTota!(evento: EverrtoCentra!BaseDados) 
+ centra!OK(evento: EventoCentra!BaseDados) 
+ centra!!nserida(evento: EventoCentra!BaseOados) 
+ centralComFaihaParcial{evento: EventoCeníralBaseDados) 
' 
--------------------, 
' 
<<interface>> 
Co!etoraB:ase_Ustener 
+ co!etoraComFalhaPar.cia!(evento: EventoCo!etoraBaseDados) 
+ coietoraComFathaTota!(evento: EventoCoietora8aseDados} 
+ co!etoraOK(evento : EventoCo!etoraSaseDados) 
+ co!etoraDesab!!itada(evento: EventoColetoraBaseDados) 
+ co!etoraHabi!ltada(evento : EventoCo!etoraBaseDados) 
+ co!etoralnserida(evento: EventoCo!etoraBaseDados) 
DesenhistaFlgura 
- !istaFiguras : Vector 
Figura 
- insereHostO 
~ idenítficadorObjeto : int L"' 1 
- removeFlgura(id: int) 
- nomeObjeto : String ~ alteraFlgura(ld : int, status : int) 
- arquivoFJgura: lnt + obtem!nstanciaQ 
+ obtemFigura(id : int) 
+ inserelJnColeta(id: in~ status: int) 
I I 
I ~usa usa~ I 
EventoCentra!BaseDados 
EventoCoJetoraBaseDados 
~fonte: BaseDados 
- idColetora: int -fonte: Base Dados 
+ obtemFonteQ + obtemFonteO 
+ obtem!dUnColetaO + EventoColetoraBaseDados{fonte: BaseDados, idUnColeta: int) 
+ Even1:oCentra!BaseDados(fonte: BaseDados) 
usa.,_. I usa• 
I I 
<<interface>> <..:interface» 
BaseCentra1 SaseCo!etora 
- !isteners :Vector - listeners : Vector 
+ inserecentra!O + insereUnColetaO 
+ a!ieraCentraiO + alteraUnColetaO 
+ obtemCentra!O + removeUnColetaO 
+ JnsereUstener{listener: CentraiBase_Ustener) + obtemUnColetaO 
+ removeüstener(lístener: Centra!Base_Ustener) + insere'UstenerOistener: ColeioraBase_Ustener) 
+ removeUstener(i!stener: Co!etoraBase_Ustener) 
Figura 22. Novo modelo de gerenciamento de figuras 
4.2.5 Recepção de Dados Co/etados 
A central recebe dados coletados de unidades coletoras, de acordo com os agendamentos 
realizados pelo usuário. Os dados coletados podem ser visua!izados pelo usuário de duas fonnas 
diferentes: em arquivo texto, onde são apresentadas todas as infonnações recebidas da unidade 
coletora para uma detenninada coleta escolhida pelo usuário; ou em mapas, onde são mostradas 
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apenas as medidas sobre os pontos geográficos onde elas ocorreram (coordenadas de latitnde e 
longitude). 
arouiv·o texto corJteJJdo os co!eta,:!os é exíbídlo em um 
é definido de acordo com o sistema op,eracional onde o software 
textos 
instala(!o e 
visualização é uuill.<<cuu o visualizador source que permite a 
vis;ualiza•ção de um mapa escolhido pelo usJ!ári.o em formato e através de um "m""'" 
em formato CSV (Comma Separated Values) a exibição das medidas associadas a pontos 
geográficos de diferentes cores pintadas em uma camada em cima do mapa . 
.no·~"'"· na dos arquivos o sistema interpretá-los 
a gerar dois um e um E ainda, estas 
interpretações irão depender do tipo de coleta (CW, Estatísticas de Chamadas, Avaliação objetiva 
de qualidade de voz). 
Nos requisitos iniciais do sistema (quando o projeto foi modelado) existia apenas a 
possibilidade de visualização de arquivos em formato texto. Desta forma, o projeto original 
considerou apenas a criação de interpretadores de arquivos para o formato texto. Posteriormente à 
implementação dos interpretadores texto, foi necessária a inserção de interpretadores para 
arquivos CSV. 
O projeto original define uma classe abstrata Interpretador que é responsável por realizar a 
análise e interpretação dos arquivos de dados coletados. Esta classe apresenta como resultado um 
arquivo que pode ser visualizado em formato de texto ou sobre um mapa. Para isto, a classe 
Interpretador possui várias classes concretas que a implementam de forma que se respeite todas 
as variações: variações de tipos de arquivos de entrada (dependente do tipo de coleta executada: 
CW, estatísticas de chamadas dados e voz, e avaliação objetiva de voz), e variações dos tipos de 
arquivos de saida: texto ou CSV. A Figura 23 mostra a hierarquia de classes que representa o 
problema descrito. 
Interpretador 
inlerprelaciorEstenam lnterpretaciorQual 
ln!erpreladorQuaiVoz_ T)(! 
ln!erpreladorCW_Csv lnterpretadorEstCham_ C sv lnlerpretadorQuaiVoz_Csv 
Esta hierarquia poderá aumentar ainda mais quando se considera que tanto o de 
arquivo de entrada quanto o tipo do arquivo de salda poderão variar, gerando novas classes no 
diagrama. Pode-se perceber que o erro cometido neste projeto está no fato de que não se 
considerou a variação de tipos de arquivos de saída. 
Fazendo urna nova proposta de projeto, este problema pode ser resolvido através da 
utilização do padrão Bridge, já que se deseja separar abstração e implementação, de fonna que a 
abstração utilize a implementação para realizar suas funções, e ambas possam variar livremente 
(poderão surgir novos tipos de arquivos de entrada e novos tipos de arquivos de salda). 
Utilizando o Bridge pode-se pensar nas seguintes classes: Uma classe abstrata 
Interpretador, representando a abstração, e urna classe abstrata Interpretadodmpl, representando a 
implementação desta abstração. A classe Interpretador possui as seguintes subclasses: 
InterpretadorCW, InterpretadorEstCham, InterpretadorQualVoz, que têm como responsabilidade 
interpretar os arquivos de entrada, segundo seus tipos. A classe Interpretadorimpl possui as 
seguintes subclasses: InterpretadorTxt e InterpretadorCSV, que têm como responsabilidade 
formatar os dados de entrada, formatando-os para arquivos de saída TXT ou CSV. Foi projetada 
ainda a classe Contendo que é um objeto de interface para comunicação de dados entre 
Interpretador e Interpretador Impl. A classe Contendo possui os dados a serem formatados em 
cada um dos arquivos, os nomes das colunas, o texto de cabeçalho e o texto de rodapé que deverá 
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ser inserido nos arquivos. A classe Interpretador interpreta o arquivo de entrada segundo seu tipo, 
e preenche o objeto Conteudo. Este por sua vez é passado para a classe lnterpretadorlmp! de 
TXT ou CSV. A Figura 24 mostra o mc>de.lo de classes 
Conteudo public voie! interpretar(Conteudo conteudo 
~ 
~ cabeca!ho: String 
inserlrCabecalhoO 
-
~ reodape : string 
-colunas: Vectm inser!rNomesCo!unaso inserlrDadosO 
-dados: Vector j;nserirRodapeO I ' 
' 
conteudo -, 
' 
interpretador Jnterpretadorlmpi 
- imp! 
... interpretar( arquivo: fjfe): llOfd I 
+ lnterpretar(conteudo: Conteudo): void 
# inserNCabe<:afho{) : void 
L[' # inserirfiJomeSC.ofunaS{) : void 
I I # inserirDadosO : void # inserirRofdape{) : void 
I lnterpretaO:orCWJ l JnterpretadorEs1Cham j r 
i JnterpretadorQuaJVoz I 
I lnterpretadorTxt I I !rrterpretadorCsv I 
Figura 24. Novo modelo de classes para interpretação de dados coletados 
É importante ressaltar que além do padrão Bridge este modelo utilizou também o template 
method na classe Interpretadodmpl, já que o método interpretar() define um algoritmo básico que 
suas subclasses deverão seguir, mas permite variação neste algoritmo já que deixa por conta das 
subclasses a implementação dos métodos que este algoritmo utiliza. 
Com esta estrutura, as classes Interpretador utilizam as classes concretas de 
Interpretadorimpl para realizar suas tarefas. Desta forma, observa-se: a utilização de interfaces, já 
que as classes Interpretador conhecem apenas a interface de Interpretadorlmpl, e as classes 
clientes conhecem apenas a interface das classes derivadas de Interpretador; e o favorecimento da 
composição de objetos ao invés da herança. 
A criação de novos tipos de arquivos de entrada irá inserir apenas mais classes derivadas de 
Interpretador, que utilizarão os métodos de Interpretadorimpl para realizar suas funcionalidades, 
e a de novos fonnatos de arquivos de saída inserir apenas mais classes derivadas de 
Interpretadorimpl, e estas classes serão utilizadas por Interpretador. 
para as classe derivadas de Interpretador não prec1sem conhecer são as classes 
concretas Interpretadorimpl realizam as funcionalidades solicitadas, pennitindo 
fuümm1ent:e, as cla:;ses lnteq:)re:tadorl.mjJI possam v;,rmr ou serem trocadas, sem a ne<;es:sid;>de 
de as c!asse:s de Int.eq:lrei'ad•or serem alteradas. 
Além disso, é possível perceber que a inserção de um novo tipo de abstração ou 
implementação é simples, não havendo a necessidade de alteração em código já existente, e nem 
de criação de várias novas classes. Com isso, pode-se concluir que, a utilização do padrão 
dinninuiu a qmmtl.da<ie de classes, 
coJlst<mtce, podendo atingir valores elevados, e fac:ili1tou o entendimento do projeto, a manu1ten•;ão 
corretiva e a inserção de novos requisitos. 
Desta fonna, analisando o modelo original, e o novo modelo proposto, é possível perceber 
que a utilização de padrões simplificou o projeto, deixando-o mais claro; facilitou a alteração de 
requisitos; e criou componentes de interpretação que podem ser reutilizados isoladamente. 
Capitulo 5 
Conclusão 
Este tra[nmto d.ísc11tiu a utíliza•;ão padrões de arquitetura e projeto no de:;envo]ivilne:ato 
de um sistema real. fato de o sistema utilizado já ter sido implementado e estar em 
funcionamento foi interessante já que permitiu perceber as falhas de funcionamento por erros na 
fase de projeto, bem como as dificuldades enfrentadas quando houve a necessidade de se realizar 
requisitos impleme:nt11dos. 
disso, permitiu mostrar a simplicidade das soluções para problemas recorrentes 
durante o desenvolvimento de um sistema propostas pelos padrões, que utilizam apenas conceitos 
básicos de orientação a objeto, e englobam um senso comum de soluções e tentativas realizadas 
por desenvolvedores ao longo do tempo até que se chegasse à solução ideal 7. 
Devido ao fator simplicidade, alguns dos padrões, como foi visto no capítulo 4, são 
utilizados por desenvolvedores que não têm conhecimento das técnicas, apenas porque após 
várias tentativas de soluções para problemas recorrentes em projetos, uma técnica específica foi 
adotada como ideal. Desta forma, percebe-se que os desenvolvedores são capazes de propor 
novos padrões conforme vão adquirindo experiência no desenvolvimento. 
Também foi possível notar claramente a diferença entre os modelos reais e os novos 
modelos propostos para o sistema em termos de flexibilidade para alterações de requisitos, 
simplicidade de soluções, modularidade de camadas e utilização das melhores práticas de 
orientação a objetos. 
É importante ressaltar que este trabalho discutiu a facilidade de flexibilização da estrutura 
de um projeto, mostrando novas propostas de modelos. Dando continuidade a este trabalho, seria 
interessante implementar estes novos modelos, verificando as dificuldades de entendimento 
enfrentadas pelos desenvolvedores, de forma a se realizar análises de desempenho e eficiência 
7 Para conhecer mais sobre a identificação de novos padrões, vide [VLISSIDES - 1998]. 
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dos modelos. Desta forma, seria possível mostrar uma série de conseqüências (análise de custo e 
beneficios) da utilização dos padrões, que poderiam ser analisadas antes de aplicá-los em 
Enlb(Jra não tenha sido di!;cutido neste trabalho, os padrões são altamente importantes no 
de:;envolvilne:nto de componentes e fm'""''"'"~rL·< responsáveis respectivamente uma mruor 
arquitt:turas pré-sistf:ma, e 
determinm:las que devem ser estendidas pela equipe de desenvolvimento de forma a customizar 
uma aplicação. Ambas as técnicas têm como objetivo diminuir o tempo de desenvolvimento de 
projetos, fornecendo às empresas uma maior competitividade e um aumento na qualidade dos 
produtos finais, considerando-se principalmente que alguns elementos utilizados já foram 
que toma as empresas diferenciadas e competitivas no mercado é sua capacidade 
demonstrar conhecimento profundo em áreas específicas e saber aplicá-las de forma produtiva 
num mundo globalizado. O conhecimento específico no caso de grandes sistemas de software vai 
se adquirindo com tempo, e deve ser um conhecimento comum e disseminado por toda a equipe 
de software da empresa para que possa realmente ser efetivo e produtivo. Para cada nicho 
tecnológico existe uma forma sistemática de utilização de padrões, ou seja, embora os padrões 
sejam os mesmos, a forma como estes se relacionam será diferente, buscando resolver problemas 
recorrentes em cada tipo de domínio. O estabelecimento deste conjunto de padrões relacionados 
exige da equipe de desenvolvimento de sistemas experiência e amadurecimento na área. 
Quanto mais uniformizados os mecanismos de desenvolvimento, melhores os resultados e 
mais fácil a manutenção do software. Os padrões de projeto são um grande avanço neste sentido. 
O presente trabalho investigou a utilização de conjuntos de padrões associados no 
desenvolvimento de software para gerência de telecomunicações. Ainda há um longo caminho de 
amadurecimento pela frente até que se tenha uma comunidade letrada no uso de padrões de 
projeto e um conjunto bem defmido de relacionamentos de padrões específicos para a área. 
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