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Os scanners ultra-sônicos atuais oferecem ferramentas específicas para estudos de 
Ecocardiografia do Miocárdio por Contraste de Microbolhas (ECM) e apesar do potencial 
comprovado para a análise quantitativa não invasiva da perfusão miocárdica, seu uso se 
restringe praticamente à interpretação qualitativa (visual) das imagens clínicas. 
O objetivo desta tese foi desenvolver e criar uma aplicação stand-alone 
multiplataforma baseada nos algoritmos criados por Lopes (2005) e implementados em seu 
protótipo MCEToolRS. A aplicação proposta, denominada JMCETool, tem como principais 
características ser de fácil utilização e não comprometer a precisão, exatidão e robustez nos 
processos que envolvem a quantificação da perfusão miocárdica.   
Assim como no protótipo desenvolvido, os principais algoritmos do processo de 
quantificação são: o alinhamento automático baseado em Template Matching, técnicas de 
busca rápida e correlação; a colocação automática das ROIS sobre a parede do miocárdio; e 
a quantificação da perfusão miocárdica. 
Entre as diferenças do protótipo desenvolvido em Matlab® e da aplicação 
desenvolvida em Java, destacam-se a criação de uma interface mais amigável ao usuário, a 
implantação de uma arquitetura de software, melhor tratamento de exceções e uma nova 
forma de correção manual do alinhamento das imagens.   
A aplicação foi testada com 15 seqüências de ECM (288 imagens), sendo 14 
seqüências provenientes de estudos com animais e uma proveniente de estudos com 
humanos.  Os resultados obtidos são comparáveis aos obtidos por Lopes (2005), testes 
quantitativos demonstraram precisão média no processo de alinhamento de 1 pixel (para 







Current commercial ultrasound scanners incorporate tools for Myocardial Contrast 
Echocardiography (MCE) and techniques which have a great potential for non-invasive 
quantitative myocardial perfusion analysis, although its use is practically restricted to 
qualitative (visual) reading of clinical data. 
The objective of this thesis was to create a new easy-to-use multiplatform stand-
alone application for quantification of myocardium perfusion in a MCE sequence of images 
based on the algorithms developed by Lopes (2005) and their implementation, the 
prototype, called MCEToolRS. The main objective of the proposed application, called 
JMCETool, is the execution of these algorithms with no loss of precision, accuracy and 
robustness of the quantification process, compared to the first prototype.  
The main algorithms of the quantification process are: the automatic alignment, 
based on Template Matching, fast search algorithms and correlation; the automatic ROI´s 
placement over the myocardium wall; and the quantification of myocardium perfusion. 
Among other features, compared to the prototype, the application JMCETool 
handles the algorithms exceptions and has a more user-friendly interface, including changes 
in the interface for manual alignment. 
Fifteen MCE sequences (288 images) were used during the application trials. 
Fourteen out of fifteen sequences belong to studies with animals (dogs) and only one 
belongs to studies with humans. Performance tests demonstrated that our results were 
similar to those of Lopes (2005), Quantitative tests have shown mean precision of 1 pixel 
(translation) and 1 degree (rotation) in the alignment process, and accuracy around ± 1 pixel 
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Capítulo 1  Introdução 
 
 
A Ecocardiografia do Miocárdio com Contraste de Microbolhas (ECM) é uma 
técnica de ultra-som, desenvolvida para melhorar os métodos de definição entre sangue e 
tecidos do miocárdio. A ECM baseia-se na injeção intravascular de microbolhas com gás 
em seu interior (agente de contraste), que geram ecos ultra-sônicos de alta amplitude, 
destacando a definição entre sangue e tecidos, o que possibilita a visualização da perfusão 
na parede miocárdica e melhor definição do contorno do endocárdio (borda entre o 
miocárdio e a cavidade do ventrículo esquerdo), condição importante para que seja 
realizada a etapa de quantificação. O realce das imagens do ventrículo esquerdo permite a 
determinação do seu volume, da fração de ejeção e da espessura do miocárdio.  
Dentre todas as aplicações da ECM, a mais promissora estudada por pesquisadores é 
a avaliação qualitativa e quantitativa da perfusão do miocárdio em repouso e sob estresse 
(Peltier et al, 2004; Wei et al, 2003; Desco et al, 2001; Mulvag et al, 2000; Dawson e 
Firoozan, 2000). Entretanto, além da técnica para análise quantitativa, seu uso também se 
aplica para a análise qualitativa das imagens clínicas. 
Alguns softwares semi-automáticos recentemente disponibilizados no mercado 
requerem dedicação extra do usuário para a realização das quantificações por não 
possuírem ferramentas mais eficientes para o alinhamento das imagens da seqüência de 
ECM, colocação das regiões de interesse (ROI – Region of Interest) e quantificação.  
Entretanto, recentemente foi desenvolvido um método para a quantificação semi-
automática da perfusão miocárdica, implementado em um protótipo denominado 
MCEToolRS, desenvolvido em Matlab® em projeto conjunto do DEB/FEEC, CEB e 
INCOR/SP e testado para disponibilização em uso clínico. Este protótipo, no entanto, 
possui alguns problemas, dentre os quais alguns foram citados por Lopes (2005) e outros 
levantados durante o trabalho de tese, conforme a seguir: 
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• a dependência do ambiente de desenvolvimento e programação Matlab®; 
• a dependência do sistema operacional (Windows® ou Linux); 
• a necessidade de uma interatividade mais amigável ao usuário; 
• melhor tratamento das exceções e; 
• organização da distribuição das funcionalidades em classes e pacotes; 
1.1  Objetivo 
O objetivo deste trabalho, portanto, foi desenvolver uma aplicação stand-alone, 
multiplataforma baseada nas técnicas e algoritmos do protótipo MCEToolRS, corrigindo os 
problemas citados, tornando-o mais amigável ao uso clínico sem interferir na exatidão e 
precisão dos resultados. 
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Capítulo 2  Revisão Bibliográfica 
 
Para melhor entendimento do software proposto, este capítulo apresentará uma 
revisão sobre a Quantificação da Perfusão Miocárdica por ECM e sobre os Métodos de 
Quantificação desenvolvidos por Lopes (2005) em projeto conjunto do DEB/FEEC, CEB e 
INCOR/SP. 
 
2.1 Quantificação da Perfusão Miocárdica por ECM  
 
Os primeiros trabalhos sobre quantificação do fluxo de sangue no miocárdio por 
ECM baseavam-se na Teoria de Diluição do Indicador, sendo assim, a partir da infusão de 
um bolus de contraste e detecção da potência do sinal ultra-sônico refletido, pode-se 
levantar a curva de enchimento e esvaziamento do contraste (figura 2.1) e com isso calcular 
os parâmetros relacionados ao fluxo de sangue e à quantidade de contraste utilizada 









Figura 2-1 – Curva de enchimento e esvaziamento do miocárdio após a injeção de um bolus de 
contraste. 
 
Capítulo 2 – Revisão Bibliográfica 
4 
Wei e colaboradores (1998) propuseram e validaram (ex vivo, in vitro e in vivo) um 
método clínico para a quantificação da perfusão miocárdica por ECM baseado na hipótese 
de que, se as microbolhas forem administradas em infusão contínua intravenosa, sua 
destruição dentro do miocárdio e medição da taxa de reaparecimento proporcionaria uma 
medida de velocidade média das microbolhas, proporcional ao fluxo de sangue no 
miocárdio. A concentração de microbolhas no miocárdio após  atingido o equilíbrio da 
infusão de contraste seria proporcional ao volume de sangue. Este método foi patenteado 
por Averkiou e colaboradores (1998) como Flash Contrast Imaging. 
Na figura 2.2 está ilustrada uma seqüência de imagens extraída de Powers e 
colaboradores (2000), nas quais foi aplicado o método Flash Contrast Imaging, com 
quadros antes e após a aplicação do flash, um pulso ultra-sônico de alta freqüência. 
Após uma infusão intravenosa contínua de contraste (com concentração de 
microbolhas e taxa de infusão constantes) uma saturação (platô) é alcançada no miocárdio, 
representada por uma grande concentração de microbolhas (quadro “E” no topo da figura 
2.2 à esquerda). Na seqüência aplica-se um pulso ultra-sônico de alta potência (flash) para 
destruir as microbolhas na circulação miocárdica (quadro “Flash” na figura 2.2), de tal 
forma que após a aplicação do flash as microbolhas são destruídas (quadro “A” na figura 
2.2) e, como a infusão de contraste é contínua, imediatamente elas começam a reaparecer 
no miocárdio, aumentando sua concentração nos batimentos cardíacos subseqüentes até que 
uma nova saturação é atingida (quadro “E” na figura 2.2 à direita, abaixo do quadro 
“Flash”). 
O reaparecimento das microbolhas no miocárdio em função do tempo é medido pelo 
aumento da intensidade de vídeo (brilho) da imagem a cada batimento (a cada quadro da 
seqüência), resultando em uma curva “Intensidade de Vídeo x Tempo de Perfusão” (figura 
2.3).
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Quadro A          Quadro E 
Figura 2-2 – Imagens reais de ECM (corte longitudinal apical) ilustrando o método Flash Constrast 
Imaging, modificado de J. Powers e colaboradores (2000). Detalhes no texto. 
 
 
 Figura 2-3 – Gráfico da curva de reaparecimento das microbolhas no miocárdio no Flash Contrast 
Imaging. 
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Esta curva pode ser matematicamente aproximada pela função: 




• t = tempo; 
• y = intensidade de vídeo no instante de tempo t; 
• A = intensidade de vídeo máxima (na saturação das microbolhas), proporcional ao 
volume; 
• B = taxa de reaparecimento de microbolhas no miocárdio, proporcional ao fluxo 
sangüíneo na microcirculação da parede miocárdica. 
 
Conforme demonstrado por Wei e seus colaboradores (1998) (descrição no 
Apêndice A), o parâmetro A é proporcional ao volume sangüíneo e o parâmetro B ao fluxo 
sangüíneo da parede miocárdica, sendo que o produto A x B seria proporcional ao fluxo 
sangüíneo no miocárdio. Ou seja, os parâmetros A e B fornecem uma informação 
quantitativa da perfusão miocárdica. 
2.1.1 Quantificação da reserva de fluxo coronariano 
 
Quando o organismo é submetido a uma situação de estresse, a demanda de 
oxigênio pelas células cardíacas aumenta, aumentando o fluxo sangüíneo usualmente de 3 a 
4 vezes em relação ao estado de repouso, devido à dilatação das arteríolas e ao 
recrutamento dos capilares. A relação entre o fluxo coronariano em estado de estresse e em 
estado de repouso é denominada Reserva de Fluxo Coronariano (RFC), sendo um indicador 
da capacidade do leito coronariano em aumentar a oferta de sangue diante de um aumento 
da demanda de oxigênio pelo miocárdio. 
Em um coração doente, esta relação se mantém constante ou aumenta de forma 
insuficiente, podendo provocar um infarto do miocárdio em casos mais graves. As 
estenoses menores (menos de 85% do diâmetro do lúmen do vaso) não provocam alterações 
significativas na dinâmica da circulação em estado basal devido aos mecanismos de auto-
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regulação coronariana (Kaul e Jayaweera, 1997; Miller e Nanda, 2004). Deste modo, torna-
se essencial a avaliação da RFC pela indução de estresse, uma vez que as regiões supridas 
por vasos com estenoses significativas apresentam uma RFC reduzida. 
A RFC, encontrada através da ECM e do método Flash Contrast Imaging, é 
determinada relacionando o resultado da quantificação do fluxo sangüíneo no miocárdio em 
imagens de estado basal e de estresse, dado pela relação: Bstress/Bbasal ou (AxB)stress/(AxB)basal. 
2.2  Modelo de Quantificação Implementado 
 
Um sistema para quantificação da perfusão miocárdica utilizando imagens clínicas 
de ECM normalmente contém três etapas clássicas de processamento, conforme ilustra a 
figura 2.4, que poderão conter sub-etapas ou alterações na ordem de execução dos 





Figura 2-4 – Diagrama em blocos representando as etapas clássicas de um processamento de 
quantificação. 
 
Todos os algoritmos utilizados no protótipo MCEToolRS foram implementados na 
linguagem JAVA, incluindo algoritmos já prontos do próprio Matlab®. As etapas de 
transição (sessão 3.5.3.2.1) explicam detalhadamente a forma de transição das 
funcionalidades do protótipo para aplicação. 
A aplicação JMCETool possui um módulo de seleção dos quadros da seqüência de 
ECM original para a formação da seqüência a ser estudada, no entanto, tanto a aplicação 
quanto o protótipo, ao carregarem a seqüência de imagens capturadas, seguem a ordem das 
etapas clássicas de um processo de quantificação.  
A primeira etapa do processo é o alinhamento automático dos quadros da seqüência 
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colocação das regiões de interesse (ROIs) sobre a parede do miocárdio, ou a determinação 
do contorno do miocárdio para a quantificação paramétrica (pixel a pixel) sobre a parede 
miocárdica. E a terceira e última etapa compreende a quantificação propriamente dita, ou 
seja, a aproximação matemática dos resultados obtidos a partir das imagens para 
determinação dos parâmetros A e B (volume e fluxo sangüíneo) que correspondem à 
perfusão no miocárdio. 
Embora os valores dos parâmetros A e B resultantes da aproximação matemática da 
curva de “Intensidade de Vídeo na ROI x Tempo de perfusão” sejam os resultados 
esperados, a exatidão e a confiabilidade dependem diretamente dos processos de 
alinhamento dos quadros e colocação das regiões de interesse. 
A seguir encontra-se o diagrama em blocos do método de quantificação 




















Figura 2-5 – Diagrama em blocos do método proposto para quantificação da perfusão miocárdica 
em imagens de ECM. Extraído de Lopes(2005). 
 
De acordo com a figura 2.5, a primeira etapa consiste na determinação automática 
ou manual (pelo médico) da imagem (quadro) da seqüência de ECM, que será utilizada 
como referência para o alinhamento dos quadros.  
A segunda etapa consiste na seleção de um template a partir da imagem de 
referência, com base na segmentação manual da parede do miocárdio desenhada pelo 
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médico. A terceira etapa, o alinhamento rígido global dos quadros (baseado nas 
propriedades dos pixels) é realizado tomando como referência o template selecionado e 
tendo o coeficiente de correlação cruzada normalizado (CCN) como medida de 
similaridade. A correção da translação precede a correção de rotação. 
A colocação automática das ROIs baseia-se na divisão da parede miocárdica da 
imagem de referência em um número determinado de ROIs, com base na informação do 
contorno do miocárdio segmentado na segunda etapa, gerando uma máscara binária de 
ROIs que será aplicada a cada quadro alinhado da seqüência. 
Na última etapa, após alinhados os quadros, é realizada a aproximação matemática 
dos dados de crescimento da intensidade de vídeo, resultando nos parâmetros quantitativos 
de volume e fluxo sangüíneos (A e B) para cada uma das regiões de interesse, colocadas 
sobre a parede miocárdica de cada imagem da seqüência.   
Dentre os tópicos deste capítulo encontram-se: 
• A apresentação do paradigma de programação orientada a objetos e da linguagem 
JAVA; 
• A apresentação detalhada da arquitetura de software utilizada no desenvolvimento 
da aplicação; 
• A transição do ambiente de desenvolvimento Matlab® para a linguagem de 
programação de computadores Java; 
• A apresentação das APIs utilizadas na aplicação JMCETool; 
• A apresentação das estruturas de pacotes e classes da aplicação e; 
• A apresentação do produto final. 
Cada um destes tópicos tem como principais objetivos facilitar o entendimento da 
aplicação como um todo e reforçar a necessidade da implementação da aplicação 
JMCETool, desenvolvida no modelo orientado a objetos da linguagem Java. 
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2.3  O Paradigma de Programação Orientado a Objetos 
 
O paradigma de programação orientado a objetos é uma forma de estruturação 
hierárquica de tipos de dados de uma linguagem de programação, na qual é definido um 
conjunto formal de regras e atributos para a criação e manipulação de estruturas básicas 
denominadas classes. Nesta estrutura básica da programação orientada a objetos é definido 
um conjunto de atributos e métodos que, geralmente, abstrai para o mundo computacional 
uma funcionalidade ou entidade do mundo real.  
De acordo com Deitel e Deitel (2001), a instância de uma classe é uma cópia 
executável da mesma, ou seja, um objeto (exemplar) que possui atributos (dados) e 
comportamentos (métodos) que foram previamente definidos e encapsulados na classe da 
qual é exemplar. Um objeto é, portanto, uma instância de uma classe no momento da 
execução de uma aplicação. 
A hierarquia de classes é estruturada de tal forma que cada conjunto de classes que 
compartilham estruturas e comportamentos semelhantes é separado em pacotes ou módulos 
que comunicam entre si. Esta comunicação é estabelecida através de mensagens (métodos) 
e tratamento de eventos, estabelecendo uma ordem de chamadas durante a execução, 
garantindo que, caso ocorra alguma alteração em um dos módulos, o restante dos arquivos 
das classes da aplicação não precise passar por alterações. 
Programadores em Java concentram-se em criar seus próprios tipos de classes, 
geralmente definidos pelo usuário. As classes das APIs da plataforma Java, no entanto, 
definem um conjunto de objetos que compartilham estruturas e comportamentos 
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2.4 A linguagem de Programação Java 
 
A linguagem de programação Java foi escolhida para implementar a aplicação 
JMCETool, por atender às exigências da criação de um sistema com independência de 
ambiente de programação e com independência de plataforma, ou seja, uma aplicação que 
execute em mais de um sistema operacional (SO) de computadores (como Linux, Windows, 
Mac OS, Solaris, entre outros) utilizando o mesmo conjunto de classes pré-compiladas 
(code once, run anywhere). 
Ambas as características citadas acima são inerentes da linguagem Java, uma 
linguagem de programação de computadores orientada a objetos desenvolvida por James 
Gosling e seus colegas na Sun Microsystems, Inc. no inicio dos anos 90. 
A seguir é apresentada uma lista com as principais características desta linguagem:   
• Oferecer suporte a metodologia de programação orientada a objetos; 
• Ter ênfase na arquitetura cliente-servidor e programação concorrente (threads); 
• Possuir um modelo mais simples de objetos, que não trabalha com ponteiros de 
memória explícitos ao tratar a alocação dinâmica de informação (Pereira, 2005; 
Deitel e Deitel, 2001); 
• Ser de fácil utilização, herdando algumas sintaxes de outras linguagens de 
programação orientadas a objetos, como C/C++, e realizar operações como o 
gerenciamento de memória através da coleta (limpeza) automática de códigos que já 
não mais são utilizados pelos programas. 
 
Na figura 2.6 é ilustrado um ambiente de programação Java típico, segundo Deitel e 
Deitel (2001): 
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O programa é criado no editor de 
texto e armazenado em disco
O compilador cria os 
bytecodes  e os 
armazena em disco
O carregador de classes 
coloca os bytecodes  das 
classes na memória
O verificador de bytecodes  valida 
os bytecodes que não violam as 
restrições do Java
O interpretador lê os bytecodes  e os 







Figura 2-6 – Hierarquia de um ambiente de desenvolvimento de software em JAVA típico, 
independente da plataforma (sistema operacional). Extraído de Deitel e Deitel (2001). 
 
Conforme ilustrado na figura 2.6, diferente de outras linguagens de programação 
(como C/C++), os programas gerados na linguagem Java geralmente são compilados em 
um código de bytes (bytecode) que será lido, traduzido para a linguagem do sistema 
operacional que estiver operando a máquina e executado pelo interpretador do Java (Java 
Virtual Machine - JVM) específico para cada sistema operacional. 
A JVM pode ser instalada através do ambiente de desenvolvimento Java 
denominado JDK (Java Development Kit) ou através do ambiente de execução, 
denominado JRE (Java Runtime Enviroment). Atualmente, a aplicação JMCETool utiliza as 
classes disponíveis na versão 1.5.0-09 do JRE, entretanto a aplicação também executa nas 
versões 1.5.0-04 à 1.5.0-08 do JRE. 
Aplicações implementadas em linguagens de programação como C/C++, são 
compiladas diretamente no código (linguagem) do sistema operacional (SO) instalado, sem 
a etapa de interpretação de bytecodes, de tal forma que se o compilador C/C++ específico 
para um sistema operacional não possuir as mesmas bibliotecas que outros compiladores 
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C/C++ específicos para outros SOs, a aplicação perde sua característica de ser 
multiplataforma. 
Um aspecto importante do desenvolvimento de uma aplicação em qualquer 
linguagem baseada no paradigma orientado a objetos é a definição de uma arquitetura que 
irá estruturar a aplicação. Esta estrutura é responsável pela organização e padronização das 
classes que pertencem a um mesmo grupo, definindo prioridades de acesso a dados e 
métodos, visibilidade (interface) entre os componentes (classes), e segurança dos dados 
manipulados na aplicação. 
Atualmente existem várias arquiteturas de design aplicadas a sistemas que utilizam 
o paradigma orientado a objetos e que variam de acordo com os objetivos e as 
características da aplicação que se deseja desenvolver. Uma destas arquiteturas foi aplicada 
ao projeto JMCETool e seus detalhes são abordados no próximo tópico. 
 
2.5 O Modelo de Design MVC (Model View Controller) 
 
O modelo de design MVC (Model View Controller), adotado na implementação do 
projeto JMCETool, foi criado por Trygve Mikkjel Heyerdahl Reenskaug nos anos de 1978 
e 1979. Este modelo é aplicado em projetos que utilizam a programação orientada a objetos 
e uma interface gráfica de interação com o usuário. Ele foi descrito em maiores detalhes por 
S. Burbeck (1992). 
O modelo MVC é uma arquitetura de software, que separa o conjunto de dados, a 
interface com o usuário e as regras de negócio de uma aplicação em três módulos 
(camadas), de modo que a modificação em um dos componentes em um determinado 
módulo exerça o menor impacto possível sobre os demais.  
A principal característica da arquitetura MVC é a introdução de um objeto 
Controller que se comunica entre os componentes de interface (View) e dados (Model), 
“transformando” eventos em execução de métodos ou modificações nos dados da aplicação, 
coordenando as ações entre as camadas View e Model, de modo que a camada Model seja 
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transparente para a camada View (Kassem e Enterprise Team, 2002), garantindo segurança 
na manipulação dos dados da aplicação.  
Em termos gerais, os três módulos de classes desempenham seus papéis conforme a 
seguir: 
• Model (Modelo de Dados): Representa os dados e a lógica do sistema ou as 
operações que gerenciam o acesso e a modificação dos dados do negócio (sistema). 
Geralmente representa uma aproximação via software das funcionalidades presentes 
no mundo real. Este módulo notifica o módulo View quando ocorrem mudanças, 
permitindo que o módulo View solicite ao módulo Model seu estado mais atual. 
Além dessas características, o módulo Model permite que a camada Controller 
acesse suas funcionalidades. 
• View (Visual - Apresentação): Neste módulo é exibido o conteúdo presente na 
camada Model, são especificadas as formas de apresentação e atualização dos dados 
quando ocorrem mudanças na camada Model e são encaminhadas para o módulo 
Controller as entradas do usuário. Este módulo é composto tipicamente por um 
elemento gráfico, como uma interface gráfica, Graphical User Interface (GUI) ou 
uma interface de navegação, Browser User Interface (BUI), que reúne os eventos e 
dados do sistema na interface com a qual o usuário irá interagir.  
• Controller (Controle de eventos): Define o comportamento da aplicação, trata as 
requisições dos usuários e seleciona os objetos gráficos na camada View para 
apresentação. Interpreta as diversas entradas dos usuários e mapeia essas entradas 
em ações a serem realizadas pela camada Model. 
Na figura 2.7 é ilustrada uma típica relação na arquitetura MVC (Kassem e 
Enterprise Team, 2002), na qual as linhas sólidas representam a invocação direta de 

















Figura 2-7 – Diagrama de componentes de uma típica arquitetura Model View Controller de acordo 
com Kassem  e Enterprise Team (2002). 
  
Na arquitetura MVC, conforme mencionado anteriormente, a separação mais 
importante está entre o módulo de apresentação (camada View) e o domínio de dados do 
sistema (camada Model). Observando-se o diagrama ilustrado na figura 2.7, o controle de 
fluxo em uma arquitetura MVC pode ser descrito da seguinte forma: 
• O usuário interage com o sistema através de uma interface gráfica (GUI – 
Graphical User Interface ou BUI – Browser User Interface); 
• A camada Controller manipula os eventos de entrada da interface gráfica através de 
um tratador de eventos ou um retorno; 
• A camada Controller acessa a camada Model, possivelmente atualizando ou 
recuperando os dados nela presentes de acordo com a requisição do usuário; 
• A camada Controller utiliza os dados coletados e armazenados na camada Model 
para gerar a interface gráfica (na camada View) apropriada de acordo com a 
requisição do usuário; 
A interface gráfica que está interagindo com o usuário aguarda uma nova 
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A existência de uma hierarquia proporciona uma ordem de chamada e execução de 
processos de forma organizada e mais segura, procurando causar o menor dano possível aos 
dados que são manipulados na aplicação.  
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Capítulo 3  Metodologia 
 
Neste capítulo é detalhada a metodologia de transição do modelo funcional do 
protótipo MCEToolRS para o modelo orientado a objetos utilizado na aplicação 
desenvolvida, JMCETool, incluindo a arquitetura de software adotada no processo de 
implementação da aplicação. 
 
3.1 A Transição do Ambiente de Desenvolvimento do 
Software Matlab® para o Ambiente de Programação da 
Linguagem Java 
 
O protótipo MCEToolRS foi implementado em Matlab®, um sistema interativo que 
trabalha com uma linguagem de alta performance voltada para a computação matricial, no 
qual as funções e seus resultados são expressos em notação matemática através de uma 
estrutura básica, um array dinamicamente dimensionado.  
A linguagem de programação do Matlab® foi inicialmente desenvolvida por Cleve 
Moler, o coordenador do curso de ciência da computação da Universidade do Novo México 
(nos EUA), no final dos anos 70. Originalmente baseava-se nas bibliotecas do LINPACK e 
do EISPACK FORTRAN e foi utilizada para fatoração de matrizes, solução de equações 
lineares e para facilitar o acesso aos softwares matriciais desenvolvidos pelos projetos 
LINPACK e EISPACK FORTRAN. O nome Matlab® significa MATrix LABoratory e 
atualmente pertence à The MathWorks, Natick, MA EUA, que continuou o 
desenvolvimento do software em 1984 e o comercializou, lançando versões atualizadas a 
cada ano. 
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Atualmente o Matlab® é constituído de cinco partes que integram análises 
numéricas, computação de matrizes, bibliotecas de funções matemáticas, processamento de 
sinais e de imagens, geração de gráficos entre outros.  
Segundo a empresa The MathWorks, os usos mais comuns do ambiente de 
programação Matlab® são: 
• Matemáticos e computacionais; 
• Desenvolvimento de algoritmos; 
• Aquisição de dados; 
• Simulação, modelagem e prototipação; 
• Análise de dados e visualização; 
• Geração de gráficos de engenharia e científicos; 
• Desenvolvimento de aplicações. 
O protótipo MCEToolRS utiliza quase todas as características citadas acima e 
funciona perfeitamente no Matlab®. Entretanto, os principais motivos que levaram à 
criação da aplicação  JMCETool foram: 
• o fato do protótipo MCEToolRS ser dependente do ambiente de desenvolvimento do 
Matlab®, que por ser robusto, requisita grande espaço de armazenamento e 
consumo de memória física volátil (RAM – Random Access Memory) do 
computador; 
• o alto custo para adquirir o software Matlab® e; 
• a necessidade de instalar o ambiente de desenvolvimento Matlab® em todos os 
sistemas operacionais com os quais se deseja trabalhar. 
Aplicações em Java, entretanto, utilizam a máquina virtual Java (JVM – Java 
Virtual Machine), um software interpretador de códigos que executa a aplicação no 
momento em que é feita uma chamada à mesma. A JVM, conforme mencionado na seção 
2.4, está presente tanto no pacote JRE (Java Runtime Enviroment) do software Java, quanto 
no pacote JDK (JDK - Java Development Kit), o ambiente de desenvolvimento da 
linguagem Java. O pacote JRE pode ser instalado no computador, sem que seja necessário 
instalar o ambiente de desenvolvimento para que a aplicação execute nas máquinas nas 
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quais se deseja trabalhar.  Além deste fato, a licença para aquisição de ambos os pacotes 
JDK e JRE é gratuita (free). 
A linguagem Java, por ser multiplataforma e trabalhar com o paradigma orientado a 
objetos, possibilita que a aplicação seja melhor estruturada, tratando corretamente as 
exceções, viabilizando  uma interface de interação com o usuário mais amigável e 
permitindo que ela seja executada em vários tipos de sistemas operacionais nos quais esteja 
instalada a JVM, sem a necessidade de compilar o código da aplicação para cada sistema 
operacional (SO). 
A transição do protótipo MCEToolRS para a aplicação JMCETool foi realizada, 
portanto, em três etapas principais: 
1ª. Etapa: Organização e distribuição hierárquica das funcionalidades da aplicação 
em classes de métodos e tratamento de exceções, armazenando-as em pacotes 
(pastas) de acordo com suas características, com base na arquitetura MVC citada na 
seção 2.5; 
2ª. Etapa: Criação de interfaces gráficas mais interativas e informativas, facilitando 
o uso e o acesso às funcionalidades do sistema, permitindo, por exemplo, que vários 
processos de quantificação possam ser executados simultaneamente, fazendo 
sempre uma nova chamada à execução do processo e não à execução da aplicação. 
3ª.  Etapa: Estabelecer a interatividade hierárquica entre as classes de interface e as 
classes de métodos de acordo com a arquitetura MVC. 
 
Essas duas etapas permitem que a aplicação JMCETool possa se adequar ao futuro 
uso no ambiente clínico, como também ser futuramente adaptada ao ambiente WEB. 
 
3.2 Especificação do Sistema 
 
Este tópico detalha o conteúdo das duas etapas de transição do protótipo 
MCEToolRS para a aplicação JMCETool, ou seja, o modo como foram organizadas as 
funcionalidades em cada uma das classes e as funcionalidades de cada interface gráfica. 
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Dentre os itens tratados na especificação do sistema JMCETool encontram-se as 
APIs utilizadas pela aplicação, o fluxograma, o diagrama hierárquico de pacotes e a 
estrutura de classes e as funcionalidades da aplicação. O produto final é detalhado no 
próximo capítulo, referente aos resultados da aplicação. 
 
3.2.1  As APIs Utilizadas no Projeto 
 
Uma API (Application Programming Interface) é uma biblioteca de classes criadas 
para uso livre ou restrito, que define um conjunto de objetos que compartilham uma 
estrutura e comportamento em comum e que possue algumas funcionalidades requisitadas 
pelos softwares em desenvolvimento. 
A aplicação JMCETool utiliza três APIs, a JMF (Java Media Framework) fornecida 
pela Sun Microsystems, Inc., a Jfreechart, atualmente mantida e fornecida por David Gilbert 
com licença de livre utilização definida pela comunidade participante do movimento de 
software livre, o GNU Project, e a API ImageJ. 
 
3.2.1.1 A API JMF (Java Media Framework) 
 
A API Java Media Framework é uma biblioteca de classes que permite um sistema 
criado em Java capturar e reproduzir imagens e sons, transcodificando formatos múltiplos 
de mídias além de permitir o fluxo de sons e imagens. Atualmente esta API encontra-se 
disponível na versão 2.1.1e (compactada como JMF-2.1.1e.jar), a versão utilizada pela 
aplicação JMCETool. 
Dentre os principais motivos de sua utilização na aplicação JMCETool encontra-se  
a extração de imagens (quadros) e seus respectivos valores de tempo (em segundos) de 
vídeos, em formato AVI, extraídos do equipamento de ultra-som, como também a geração 
de um novo arquivo de vídeo no formato AVI contendo os quadros selecionados pelo 
médico, que será utilizado no processo de quantificação. Estes vídeos (mídias) no formato 
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AVI (Audio Vídeo Interleave), gerados a partir da digitalização dos vídeos resultantes dos 
exames de ecocardiografia miocárdica com contraste de microbolhas (ECM), por terem um 
tamanho relativamente grande, geralmente utilizam codificadores (codecs) para compactar 
seus dados (imagens).   
A API JMF possui classes que se comunicam com a JVM e com o sistema 
operacional do computador, através da tecnologia JNDI (Java Naming and Directory 
Interface), permitindo o acesso aos decodificadores (decoders), presentes no sistema 
operacional (SO), necessários para acessar os dados dos vídeos em formato AVI e extrair as 
imagens e seus dados (conteúdo). 
As outras funcionalidades oferecidas pela API JMF, referentes ao fluxo de vídeos e 
imagens, captura de sons e transcodificação de formatos múltiplos de mídias, não são 
utilizados pela aplicação. 
 
3.2.1.2 A API Jfreechart 
 
Jfreechart é uma API de livre comercialização, utilizada para gerar gráficos em 
sistemas implementados na linguagem Java. Dentre os gráficos que podem ser gerados pela 
Jfreechart destacam-se os gráficos em formato pizza 2D e 3D, em forma de barra com 
efeitos 3D opcionais, em forma de linhas, pontos e marcadores com as mais diversas 
formas geométricas, gráficos de combinações, de Pareto, de Gantt e etc. 
Com esta API também é possível salvar os gráficos gerados em formatos JPEG, 
PNG (Portble Network Graphics) e PDF, imprimir e gerar gráficos tanto em aplicações via 
WEB, quanto em aplicações que utilizam uma interface gráfica. 
A aplicação JMCETool utiliza as classes desta API (na versão 1.0.1) que 
implementam gráficos em forma de barras e gráficos em formas de linhas e pontos, que 
formam as curvas resultantes da quantificação da perfusão sangüínea no miocárdio 
informando os supostos valores de A e B. 
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3.2.1.3  A API ImageJ 
 
ImageJ além de ser uma API também é uma aplicação de livre comercialização, 
extensível, ou seja, pode ser utilizada por outros aplicativos e softwares como também 
pode agregar novas funcionalidades implementadas por outros desenvolvedores.  
ImageJ  possui diversas ferramentas para tratamento de imagens, dentre as quais 
encontra-se uma classe de extração de imagens de um vídeo no formato AVI 
descompactado, utilizada pela aplicação JMCETool. Atualmente a aplicação utiliza a API 
ImageJ (ij.jar) na versão 1.36. 
Após o médico selecionar uma nova seqüência de quadros, a função AVIReader da 
aplicação abrirá um arquivo de vídeo, não compactado, no formato AVI, que será 
futuramente utilizado no processo de quantificação da perfusão sangüínea no miocárdio. 
Esta classe da aplicação irá extrair os quadros da seqüência pré-selecionada pelo médico. 
A classe de extração dos quadros de um vídeo AVI não compactado foi escolhida 
por possuir um tempo de processamento menor em relação à API JMF, uma API com grau 
maior de complexidade para este tipo de tarefa, utilizada somente para a extração dos 
quadros do vídeo gerado pelo ultra-som (conforme mencionado na seção 3.2.1.1), que foi 
compactado devido ao tamanho do arquivo. 
 
3.2.2  Fluxograma dos Processos de Quantificação da 
Aplicação 
 
A hierarquia de execução dos algoritmos e métodos da aplicação JMCETool pode 
ser visualizada no fluxograma ilustrado na figura 3.1. Cada etapa (conjunto de algoritmos) 
dos dois processos de quantificação da aplicação será apresentada nos tópicos seguintes. 
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Figura 3-1 – Fluxograma dos Processos de Quantificação Disponíveis na Aplicação. 
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3.2.3  Estrutura de Pacotes (Pastas) e Classes da Aplicação 
 
Este tópico irá apresentar os diagramas de classes e pacotes da aplicação através de 
uma estrutura hierárquica baseada na arquitetura MVC, citada na seção 2.5. Irá também 
detalhar a estrutura de dados, as funcionalidades e a comunicação entre as classes da 
aplicação. 
 
3.2.3.1  Diagrama de Pacotes 
 
A estrutura hierárquica da distribuição das funcionalidades da aplicação JMCETool 












Figura 3-2 – Diagrama hierárquico da distribuição de pacotes da aplicação JMCETool conforme a 
arquitetura MVC – Model  View Controller. 
 
O pacote JMCETool, conforme ilustrado na figura 3.2, contém de fato todos os 
pacotes da aplicação e como a aplicação também faz referências a determinadas classes do 
software Java, os pacotes do JRE também se enquadram na hierarquia acima. 
Pacote GUI Pacote JMCEToolPacote Images
Pacote Tools Pacote Exceptions
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Entretanto, de acordo com a hierarquia definida pela arquitetura MVC, os pacotes 
que estão diretamente ligados ao pacote JMCETool são os pacotes GUI e Tools. Dentro do 
pacote GUI encontra-se o pacote Imagens e dentro do pacote Tools encontra-se o pacote 
Exceptions.  
Dentre os diversos pacotes da plataforma Java, os pacotes javax.media e 
java.awt.image foram apresentados na camada Model, por manipularem os dados principais 
da aplicação, que são os dados das imagens das seqüências. Desta forma, os pacotes da 
aplicação JMCETool ficam estruturados resumidamente da seguinte forma: 
JMCETool→GUI,  JMCETool→Tools→Exceptions  e  JMCETool→javax.media e 
java.awt.image. 
No pacote GUI estão presentes todas as classes que implementam as interfaces do 
sistema e no pacote Tools estão presentes os algoritmos que implementam todas as etapas e 
métodos presentes no alinhamento automático e colocação automática das ROIs. O pacote 
Exceptions trata as exceções destes algoritmos, retornando mensagens (eventos) que serão 
tratados pelas classes que implementam as interfaces da aplicação, enviando um retorno ao 
usuário (médico) no momento em que ocorrerem estas exceções. 
O detalhamento das funcionalidades das classes e suas interações são descritas no 
próximo tópico. 
 
3.2.3.2 Estrutura de Classes 
 
A estrutura de classes da aplicação baseia-se na apresentação dos principais 
conjuntos de classes de cada pacote citado na seção 3.2.3.1 e seus relacionamentos, que 
serão detalhados para facilitar o entendimento das funcionalidades da aplicação. 
Conforme citado na seção 3.1 a segunda etapa da transição do protótipo 
MCEToolRS para a aplicação JMCETool é a criação de telas (interfaces gráficas) mais 
interativas e informativas ao usuário (médico) e a primeira etapa é a separação das 
funcionalidades, as metodologias propostas por Lopes (2005),  em arquivos distintos de 
acordo com o paradigma orientado a objetos. Estes arquivos são denominados classes e por 
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estarem implementados na linguagem Java possuem a extensão “.java”. As classes 
principais do pacote GUI, conforme mencionado na seção 3.2.3.1, são as que implementam 
as interfaces da aplicação. E as classes principais do pacote Tools são as que implementam 
os algoritmos das três etapas principais da quantificação (seção 2.2): o alinhamento 
automático e manual; a colocação automática das ROIs; e a quantificação. Essas classes e 
suas funcionalidades são apresentadas em ordem alfabética nos próximos tópicos. 
 
3.2.3.2.1 Primeira etapa da transição: criação do conjunto de classes para cada 
módulo do protótipo 
 
A primeira etapa da transição é a organização de cada uma das funcionalidades do 
protótipo em classes distintas, armazenadas no pacote Tools. Dentre essas funcionalidades 
destacam-se os métodos utilizados no alinhamento automático, na colocação automática 
das ROIs e na quantificação. As classes que implementam estes métodos são apresentadas 
nos parágrafos a seguir (em ordem alfabética), com uma breve descrição das metodologias 
utilizadas nos algoritmos desenvolvidos por Lopes (2005): 
1) AlignLabelRois.java é a classe responsável pela criação das sete regiões de 
interesse. O algoritmo de colocação automática das ROIs gera uma imagem binária a partir 
dos segmentos de reta que compõem o contorno do miocárdio desenhado pelo médico 
sobre a imagem de referência. Esta máscara binária, ilustrada na figura 3.3, é alinhada em 
relação ao eixo X, após encontrado o ângulo de inclinação do miocárdio, e então dividida 
em sete ROIs, de forma que um dos sete segmentos (ROIs) sempre representa a região 
apical (segmento 4). As paredes laterais desta imagem binária são divididas cada qual em 
três segmentos de altura equivalente a aproximadamente 1/3 da distância entre a base do 
miocárdio e o ponto extremo do ventrículo esquerdo no ápice do coração. O último passo 
do algoritmo de colocação automática das ROIs é a rotulagem (labeling) das sete ROIs, 
aplicadas a cada um dos quadros da seqüência de ECM.  
 
 














Figura 3-3 – Segmentação do miocárdio em sete regiões para cortes longitudinais apicais, conforme 
padronização da American Heart Association (modificado de Cerqueira et al, 2002). A numeração das 
regiões é apenas de caráter ilustrativo e não segue a padronização. 
 
2) AlignRotation.java é a classe responsável pela correção da rotação. Após 
determinado o offset de rotação ∆R, a correção da rotação é realizada “girando-se” a 
imagem da seqüência, previamente submetida à correção de translação, no valor absoluto 
do offset encontrado utilizando a Interpolação de Vizinho mais Próximo (Gonzalez & 
Woods, 2000; Lehmann et al, 1999) com intuito de ganhar velocidade de processamento. A 
classe responsável por detectar os offsets de rotação chama-se RotationOffsets.java. 
3) AlignXY.java é a classe responsável pela correção dos desvios de translação após 
encontrados os offsets de translação. Esta classe precede a execução da classe 
RotationOffsets.java, para que esta possa encontrar os offsets de rotação em imagens com 
movimentos de translação previamente corrigidos. A classe que contém os algoritmos de 
determinação dos offsets de translação chama-se TranslationOffsets.java. 
4) AVIReader.java é a classe responsável pela extração dos quadros de um vídeo 
AVI sem compactação contendo a seqüência de ECM pré-selecionada pelo médico. Esta 
classe é referenciada pela classe de interface ProcessingDialog.java no momento da 
chamada à classe de interface QuantificationFrameSelector.java. 
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5) BestFrameSelection.java é a classe responsável pela seleção automática da 
imagem de referência. A escolha automática do quadro (imagem) de referência baseia-se na 
escolha do quadro que apresenta melhor correlação (similaridade) com imagem que 
representa uma média de todos os quadros da seqüência. A medida de similaridade utilizada 
para a escolha do quadro de referência foi o coeficiente de correlação cruzada normalizado 
(CCN). A escolha manual se faz marcando a imagem selecionada na tela criada pela 
interface QuantificationFrameSelector.java. 
6) CreateLVMask.java é a classe responsável pela criação da máscara binária do 
ventrículo esquerdo a partir dos segmentos de reta que compõem o contorno do miocárdio 
desenhado pelo médico sobre a imagem de referência. 
7) CurveFitRois.java é a classe que realiza o processo de quantificação, ou seja, a 
determinação dos valores de A e B (correspondentes ao valor de  volume e fluxo sangüíneo 
no miocárdio, respectivamente) de cada ROI, de acordo com a função  y = A . (1 – e -B.t), do 
Error in Fit e do R2 através de uma função que faz o ajuste de curvas baseado nos valores 
de intensidade média dos pixels de cada ROI para cada quadro não descartado da 
seqüência. 
8) A classe JDrawingCanvas.java é responsável pela coleta de pontos e 
determinação do polígono referente ao contorno do miocárdio desenhado pelo médico.  
9) A classe Quantification.java faz referência às classes AVIReader.java, 
TranslationOffsets.java, AlignXY.java, RotationOffsets.java e  AlignRotation.java. É ela 
que gerencia a chamada às funcionalidades principais do processo de quantificação. 
10) QuantifyRois.java é a classe que calcula a intensidade média dos pixels para 
cada ROI em cada quadro da seqüência de imagens, baseando-se nos valores dos pixels 
obtidos através das coordenadas dos pontos que compõem cada ROI. 
11) RotationOffsets.java é a classe responsável pela determinação dos offsets de 
rotação em imagens pré-alinhadas (com movimentos de translação já corrigidos). O 
algoritmo faz uma busca rotativa exaustiva dos templates “rotacionados” (wD e wE) sobre as 
imagens pré-alinhadas (offsets de translação corrigidos) utilizando o CCN como medida de 
similaridade. O valor do CCN é máximo quando o template e a imagem flutuante estiverem 
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orientados em um mesmo ângulo de rotação e diminui à medida que o offset de rotação 
entre as imagens aumenta.  
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Figura 3-4 - Ilustração do algoritmo BRI (Busca Rotativa Iterativa) para correção de rotação, 
extraído de Lopes (2005). O algoritmo de busca é dividido em três etapas principais: a) identificação do 
sentido de rotação (horário ou anti – horário) dos quadros da seqüência; b) estimativa do offset de rotação 
de cada quadro; e c) a correção da rotação, onde as imagens são levadas ao mesmo alinhamento em função 
do offset estimado. 
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12) TranslationOffsets.java é a classe responsável pela determinação dos offsets de 
translação das imagens originais. O algoritmo para a estimativa dos offsets de translação 
desenvolvido por Lopes (2005) utiliza o Template Matching com CCN como medida de 
similaridade e baseia-se em uma técnica de busca rápida, Three-Step Search Iterativo 
(ITSS), para acelerar o processo de identificação (casamento) da posição do template sobre 












Figura 3-5 - Ilustração do conceito de Template-Matching, extraído de Lopes (2005). O ponto (s,t) é 
o ponto de busca de melhor casamento do template (quadrado J-K) com a imagem flutuante. O offset de 
translação vertical é x-s e de translação horizontal é y=t. 
 
Após executados os três passos de busca de melhor correlação do template com a 
imagem flutuante, o mesmo é posicionado sobre o ponto de busca de melhor “casamento” 
(similaridade) com a imagem flutuante. O terceiro passo refina a estimativa dos offsets, e 
∆Tx e ∆Ty são dados pela equação 3.1: 
 
∆Tx  =  x3  -  xref       ,       ∆Ty =  y3  -  yref 3.1 
 
Os offsets e ∆Tx e ∆Ty são determinados em módulo e no sentido da translação da 
imagem a ser alinhada. 
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3.2.3.2.2 Segunda Etapa da Transição: As Classes de Interface 
  
As classes de interface, conforme estabelece a arquitetura MVC, contêm referências 
às classes nas quais estão implementadas as interfaces gráficas do processo de 
quantificação. Essas classes, além de provocarem disparos a eventos, também podem 
acionar outras classes de interface ou qualquer tipo de exceção trabalhada pela aplicação. 
A classe MainWindow.java implementa a tela principal da aplicação. Nela se 
encontram as referências às demais classes que implementam as principais interfaces da 
aplicação, assim como todo o tratamento das exceções retornadas por cada uma destas 
classes de interface.  
A classe Processing Dialog.java implementa a interface das janelas com barra de 
progresso, que indicam o status das operações automáticas executadas pela aplicação, tais 
como a extração dos frames, a seleção do frame de referência, o alinhamento automático e 
a quantificação. 
A classe QuantificationAlignedFrames.java implementa a tela que exibe os quadros 
após o alinhamento automático, além de permitir acesso à interface na qual o usuário pode 
fazer a correção manual do alinhamento de um determinado quadro da seqüência.  
A classe QuantificationCurveFitting.java implementa a tela que exibe a máscara 
colorida das ROIs e a representação gráfica dos resultados do processo de quantificação de 
uma determinada seqüência, incluindo os valores dos parâmetros A e B, do Error in Fit e do 
R2 para cada ROI. 
A classe QuantificationFrameGrabber implementa a tela na qual o médico poderá 
selecionar as imagens (quadros) de um arquivo de vídeo tipo AVI, resultante do vídeo do 
equipamento de ultra-som, e criar um novo arquivo de vídeo no formato AVI não 
compactado, para que seja futuramente utilizado no processo de quantificação. 
A classe QuantificationFrameSelector.java implementa a tela que exibe os quadros 
originais da seqüência em estudo e que permite ao médico selecionar automaticamente ou 
manualmente o quadro de referência.  
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A classe QuantificationManAlignment.java implementa a tela na qual o médico 
poderá alinhar manualmente o quadro que ele julgar necessário ou simplesmente descartá-
lo. 
A classe QuantificationPlotRatiosRS.java implementa a tela que exibe a máscara 
colorida das ROIs e a representação gráfica dos resultados do processo de quantificação 
modo CFR (Coronary Flow Reserve) para ambas as seqüências de repouso e de estresse, 
incluindo os resultados obtidos para a RFC na forma das razões Bstress/Bbasal e (AxB)stress / 
(AxB)basal, para cada ROI.  
A classe QuantificationPolygonCanvas.java implementa a tela na qual o médico 
desenha o contorno do miocárdio na imagem de referência, que irá proporcionar a extração 
do template utilizado durante o processo de alinhamento automático das imagens da 
seqüência.  
A classe QuantificationResultantFrames.java implementa a tela que exibe como 
resultado do processo de alinhamento os frames alinhados automaticamente e manualmente 
com o desenho do contorno do miocárdio feito pelo usuário (médico). 
A classe QuantificationSettings.java implementa a tela na qual o médico seleciona a 
seqüência que deseja analisar e define os offsets de translação e rotação máxima. 
A classe QuantificationTimeAndOffsets.java implementa a tela que exibe os tempos 
decorridos das rotinas automáticas da aplicação e os offsets de rotação e translação 
encontrados durante o alinhamento automático e manual. 
 
3.2.3.2.3 Terceira Etapa da Transição: Interatividade entre as classes de 
interface e as classes de métodos 
 
Os parágrafos seguintes descrevem a hierarquia de interação entre as classes de 
interface e as classes de métodos de acordo com a arquitetura MVC detalhada na seção 3.3.  
Iniciando pela extração de frames da seqüência e pela seleção do melhor frame, a 
classe QuantificationFrameSelector.java, referenciada pela classe MainWindow.java, 
contém uma referência à classe Quantification.java, na qual é feita uma chamada à classe 
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AVIReader.java, para que sejam extraídos os frames da seqüência escolhida pelo médico, e 
uma chamada à classe BestFrameSelection.java, para que seja selecionado 
automaticamente o melhor  frame de referência. 
Em seguida, para realizar o desenho do contorno do miocárdio, na classe 
QuantificationPolygonCanvas.java é realizada uma chamada à classe 
JDrawingCanvas.java toda vez que o usuário (médico) adiciona um novo ponto ao desenho 
do contorno do miocárdio. 
Continuando com a seleção do template para o alinhamento e as rotinas de 
alinhamento automático e manual, na classe QuantificationAlignedFrames.java (do pacote 
GUI) é realizada uma chamada à classe Quantification.java (do pacote Tools), na qual são 
feitas chamadas às classes TranslationOffsets.java, AlignXY.java, RotationOffsets.java e  
AlignRotation.java, para que sejam executadas as rotinas de extração do template e de 
alinhamento automático. A classe QuantificationManAlignment.java é referenciada pela 
classe QuantificationAlignedFrames.java, para executar as rotinas de alinhamento manual, 
toda vez que houver uma requisição por patê do usuário. As rotinas de alinhamento manual 
são disparadas por eventos dos botões quando pressionados pelo usuário (médico). 
No módulo de quantificação executado logo após a aprovação do alinhamento dos 
quadros, as classes AlignLabelROIs.java, QuantifyROIs.java e CurveFitROIs.java são 
referenciadas na classe MainWindow.java.  
No módulo de apresentação dos resultados encontram-se as classes 
QuantificationResultantFrames.java, QuantificationOriginalFrames.java,    
QuantificationTimeAndOffsets.java, QuantificationCurveFitting.java e 
QuantificationPlotRatiosRS (caso o modo de quantificação seja CFR), referenciadas na 
classe  MainWindow.java. 
Todas as classes que necessitam manipular e armazenar os dados das imagens (os 
dados principais da aplicação), seja para exibição, alinhamento ou armazenamento, utilizam 
as classes BufferedImage.java, AffineTransform.java e AffineTransformOP.java presentes 
nos pacotes “java.awt.image” e “javax.media” do conjunto de pacotes da linguagem Java. 
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Estas classes, citadas nesta seção, pertencem ao módulo Model da arquitetura MVC para a 
aplicação JMCETool. 
As classes que implementam o alinhamento automático, a colocação automática das 
regiões de interesse e a quantificação dos parâmetros A, B e do valor da RFC, detalhadas 
nesta seção, foram submetidas a testes de desempenho e testes comparativos de resultados 
com os resultados obtidos pelo protótipo MCEToolRS, melhor detalhados no capítulo 5. 
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Capítulo 4  Apresentação do Programa 
Desenvolvido 
 
Este capítulo apresentará os resultados da execução de todas as classes citadas no 
capítulo anterior. Os resultados ou retornos da aplicação em cada uma das etapas do 
processo de quantificação serão apresentados, assim como as etapas para a criação de uma 
nova seqüência de ECM baseada nas imagens da seqüência original. 
Os tópicos deste capítulo são apresentados na mesma ordem em que ocorrem as 
etapas da quantificação apresentadas no fluxograma ilustrado na figura 3.1. Foi escolhido o 
inglês como idioma padrão para toda a aplicação e as telas foram capturadas durante uma 
execução da aplicação JMCETool no sistema operacional SuSE Linux versão 10.0. 
 
4.1  Escolha do Modo de Quantificação 
 
O primeiro passo de todo o processo de quantificação consiste na seleção pelo 
médico do modo de quantificação (modo Single ou CFR - Quantificação da Reserva de 
Fluxo Coronariano).  
A tela de apresentação da aplicação JMCETool, ilustrada na figura 4.1 no estilo de 
uma interface gráfica de interação com o usuário (GUI – Graphic User Interface), contém 
os botões e menus de acesso às funcionalidades do sistema. 
A opção Quantification se destina à quantificação de seqüências isoladas de ECM 
de repouso ou de estresse (modo Single), enquanto que a opção CFR Quantification se 
aplica à determinação da Reserva de Fluxo Coronariano.  
 
 





















Figura 4-1 – Tela de apresentação da aplicação JMCETool apresentando as funcionalidades que a 
aplicação oferece. 
 
4.2  Escolha da Seqüência de ECM e Determinação dos 
Offsets Máximos para Alinhamento 
 
Após a escolha do modo de quantificação o passo seguinte é a escolha da seqüência 
de ECM, com a qual o médico deseja trabalhar, e dos offsets máximos de translação nos 
eixos x e y (em pixels) e de rotação (em graus).  
Capítulo 4 – Apresentação do Programa Desenvolvido 
39 
Estes parâmetros são definidos através da tela Quantification Settings, ilustrada na 
figura 4.2. A seleção da seqüência de ECM é feita através de uma caixa de diálogo, 
ilustrada na figura 4.3 acessada pelo botão com reticências (...) simbolizando os 
“caminhos” de pastas a serem selecionados (.../...) para localizar o arquivo de vídeo. 
Esta caixa de diálogo exibirá todos os arquivos que contenham a extensão AVI. No 
entanto, tanto o processo de quantificação no modo Single quanto no modo CFR da 
aplicação trabalharão com vídeos em formato AVI não compactados, que foram gerados a 
partir dos vídeos de ultra-som resultantes dos exames de pacientes. 
Após selecionada a seqüência desejada, a caixa de texto logo abaixo do label Select 













               (A) Single              (B) CFR 
Figura 4-2 – (A) Tela de configuração da seqüência de ECM a ser estudada e dos offstes máximos 
de rotação e translação do modo Single (somente uma seqüência de ECM a ser estudada). (B) Tela de 






















Figura 4-3 – Caixa de diálogo que permite ao médico acessar o diretório onde se encontram os 
vídeos das seqüências a serem estudadas. 
 
4.3  Escolha da Imagem de Referência 
 
Efetuadas estas configurações, o próximo passo é a escolha da imagem de referência 
que será utilizada para o alinhamento automático dos quadros da seqüência. O algoritmo de 
seleção automática do melhor quadro da seqüência considera a imagem de referência como 
sendo o quadro que apresentar melhor correlação com a imagem média de todos os quadros 
da seqüência.  
Inicialmente o sistema extrai os quadros do vídeo selecionado pelo médico e então 
executa o algoritmo de seleção automática. Esses passos são informados ao médico através 
de duas telas contendo uma barra de progresso (Progress Bar) indicando o status do 
processamento, ilustradas na figura 4.4. 





             (A)          (B) 
Figura 4-4 – (A) Tela informando o status da extração dos frames da seqüência; (B) Tela 
informando  o status da seleção automática do melhor frame. 
 
Ao final da execução da seleção automática, aparecerá a tela Frames View ilustrada 
na figura 4.5, que exibe os quadros extraídos da seqüência e, além disso, assinala o quadro 
selecionado como sendo a imagem de referência com uma borda vermelho escura ao redor 
e informando ao médico no rodapé da tela, próximo aos botões, qual o quadro selecionado 
como sendo a imagem de referência.  
O médico poderá selecionar manualmente a imagem de referência clicando com o 
mouse sobre este quadro e então apertando o botão Done. Essa ação acionará a próxima tela 
para desenho do contorno do miocárdio. Caso o médico queira somente visualizar os 
quadros da seqüência, o botão Cancel irá cancelar esta quantificação, retornando à tela 






































Figura 4-5 – Tela para escolha do tipo de imagem de referência para o alinhamento automático e 
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4.4  Seleção do Template 
 
Após escolhido o tipo de imagem de referência para o alinhamento automático, o 
programa apresenta na tela a imagem equivalente para que o médico desenhe o contorno da 
parede miocárdica, o qual será utilizado para identificar o template de alinhamento. 
À medida que estes passos (escolha da seqüência de ECM, determinação dos offsets 
máximos para alinhamento, escolha do tipo de imagem de referência e seleção do template) 
são executados pelo sistema, a tela de apresentação da aplicação apresenta uma caixa de 
texto à esquerda com as etapas já executadas, atuando como um follow up para o médico. 
A seleção do contorno do miocárdio é feita em uma interface gráfica chamada Draw 
the Myocardium Contour e na caixa de texto aparece a etapa descrita como Myocardium 
Wall Capture. Esta interface ilustrada na figura 4.6 mostra, sobre a imagem de referência, o 
contorno da parede miocárdica desenhado (traçado) pelo médico com o auxílio do mouse 















Figura 4-6 – Interface para o desenho do contorno da parede miocárdica (seleção do template). 
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Caso seja apertado o botão Done a aplicação irá para o próximo passo, o 
alinhamento dos quadros da seqüência. Caso o médico queira refazer o desenho do 
contorno basta apertar a tecla ESC e caso ele queira redesenhar somente os últimos pontos, 
bastar apertar a tecla BACKSPACE para apagar os pontos. O botão Cancel irá cancelar 
esta quantificação, retornando à tela de apresentação da aplicação. 
 
4.5  Alinhamento dos Quadros da Seqüência de ECM 
 
Após desenhado o contorno da parede miocárdica, o programa identifica o template 
e inicia o processo de alinhamento automático, corrigindo inicialmente os offsets de 
translação e na seqüência os de rotação.  
Entretanto, é preciso dar um retorno ao médico, indicando que esta etapa está em 
execução. Esse retorno é feito através de uma barra de progresso indicando o status da 
execução do algoritmo na tela Processing – Automatic alignment, translation and rotation, 




Figura 4-7 – Tela indicando o status da execução do algoritmo de alinhamento automático dos 
quadros. 
 
O tempo médio gasto nessa etapa em comparação com o tempo médio gasto pelo 
Matlab® está detalhado na sessão 5.2 do capítulo 5. 
Após esta etapa do alinhamento, é exibida a tela Aligned Frames, ilustrada na figura 
4.8, na qual o médico poderá optar por realizar correções manuais nos quadros da seqüência 
em que julgar necessário. 
 
 





















   
 
 
Figura 4-8 – Tela de exibição dos quadros alinhados após executado o algoritmo de alinhamento 
automático. 
 
Caso o médico queira realizar o alinhamento manual, basta dar um duplo clique com 
o mouse no quadro escolhido que a aplicação abrirá outra tela, denominada Manual 
Alignment, ilustrada na figura 4.9, na qual o médico poderá corrigir os offsets de translação 
e rotação remanescentes, ou simplesmente descartar o quadro da seqüência se julgar 
necessário.  
















Figura 4-9 – Tela de alinhamento manual do quadro selecionado pelo médico. 
 
Após realizado o alinhamento manual, a aplicação retorna novamente à tela Aligned 
Frames, ilustrada na figura 4.10, na qual os frames alinhados manualmente estarão 
marcados com uma borda verde ao redor, mudando o status do alinhamento de automático 
para manual, informado no rodapé da tela ao lado do texto Alignment Status. Caso algum 
frame seja descartado ele será marcado com uma borda vermelha ao redor e não poderá 
mais ser alinhado manualmente ou utilizado nos passos seguintes da quantificação.   
























Figura 4-10 – Tela de alinhamento automático/manual dos frames da seqüência. 
 
Caso o médico, após avaliar os alinhamentos dos quadros, desejar continuar o 
processamento, basta apertar o botão OK, caso contrário o botão Cancel irá cancelar esta 
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4.6  Colocação Automática das ROIs e Quantificação 
 
Depois de alinhados todos os quadros da seqüência, o passo seguinte é a colocação 
automática das ROIs. Após o alinhamento dos quadros, pressionando-se o botão OK 
(fig.4.10) as ROIs são colocadas automaticamente conforme algoritmo descrito no item 2.2. 
A parede miocárdica da imagem de referência para o alinhamento é dividida em sete 
diferentes regiões de interesse conforme a padronização da American Heart Association 
(Cerqueira et al, 2002). E a quantificação é efetuada. 
Este passo é informado ao usuário através de uma tela contendo uma barra de 
progressão das figuras 4.4 e 4.7. 
 
4.7 Apresentação de Resultados Modo Single e CFR 
 
O último passo realizado pela aplicação é a apresentação dos resultados. Os dados 
apresentados como resultados no modo de quantificação Single são: 
• As imagens alinhadas e as imagens originais (figuras 4.11 e 4.12, 
respectivamente); 
• As imagens alinhadas com o desenho das ROIs (figura 4.13); 
• Os tempos de processamento das etapas do processo de alinhamento automático 
e o tempo de processamento total, correspondente à extração dos quadros, à seleção 
do melhor quadro da seqüência, à criação das ROIs e à quantificação (figura 4.14); 
• O valor dos offsets de translação e rotação corrigidos automaticamente e 
manualmente para cada quadro da seqüência (figura 4.14); 
• Representação gráfica, na figura 4.15, das curvas aproximadas para cada ROI no 
processo de quantificação com os respectivos valores dos parâmetros A e B 
determinados, assim como os indicadores de Error in Fit de cada e do R2 
(correlação dos resultados obtidos com os resultados finais de intensidade de vídeo 
média). 
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Os dados apresentados como resultados no modo de quantificação CFR são:  
 
• As imagens alinhadas e as imagens originais para as seqüências de repouso 
(Rest) e de estresse (Stress); 
• Os tempos de processamento das etapas do processo de alinhamento automático 
e o tempo de processamento total, correspondente à extração dos quadros, à seleção 
do melhor quadro da seqüência, à criação das ROIs e à quantificação, tanto para a 
seqüência de repouso quanto para a de estresse; 
• Representação gráfica das curvas aproximadas para cada ROI no processo de 
quantificação com os respectivos valores dos parâmetros A e B determinados, assim 
como os indicadores de Error in Fit de cada ROI e do R2 (correlação dos resultados 
obtidos com os resultados finais de intensidade de vídeo média); 
• Valores obtidos para a Reserva de Fluxo Coronariano na forma das razões 
Bstress/Bbasal e (AxB)stress / (AxB)basal, juntamente com a representação gráfica 
simultânea das curvas aproximadas para a seqüência de repouso e de estresse (figura 
4.16). 
 
















































































Figura 4-13 – Tela de apresentação dos quadros resultantes do alinhamento automático + manual 


























Figura 4-14 – Tela de apresentação dos tempos de processamento e offsets corrigidos. No eixo 
vertical do primeiro gráfico acima e à esquerda está indicado o tempo gasto em segundos para cada tarefa 
automática da aplicação (T = translação, R = Rotação, Al = T + R e ETC = demais tarefas automáticas). Já 





























Figura 4-15 – Tela de apresentação dos resultados do processo de quantificação. Quanto mais 
próximos os pontos resultantes do cálculo da intensidade média dos pixels das curvas geradas pelo cálculo 
de ajuste, maior a exatidão, e menor o erro, interpretado pelas barras verticais do último gráfico. Quanto 





























Figura 4-16 – Tela de apresentação dos valores e curvas obtidos para as razões Bstress/Bbasal e 
(AxB)stress / (AxB)basal  que determinam a RFC e de suas respectivas curvas aproximadas. A linha de 
traçado mais fino indica a relação Fluxo x Volume sangüíneo no miocárdio quando o paciente está em estado 
basal, enquanto que as linhas de traçado mais espeço representam esta relação Fluxo x Volume sangüíneo 
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4.8  Pré-visualização do vídeo a ser utilizado no processo 
de quantificação 
 
Dentre as funcionalidades presentes na aplicação encontra-se um reprodutor de 
vídeo em formato AVI na opção AVI Player presente na barra de ferramentas da tela de 
apresentação da aplicação JMCETool. 
Esta opção permite que o médico, caso queira visualizar o vídeo com o qual irá 
trabalhar, selecione, através de uma caixa de diálogo, o vídeo que contém a seqüência a ser 
estudada.  
Após selecionado o vídeo, a tela AVI Video Player , ilustrada na figura 4.17, exibirá 

















Figura 4-17 – Tela de apresentação do conteúdo do vídeo selecionado pelo médico. 
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4.9 Criação de uma nova seqüência de imagens e 
geração de um novo vídeo no formato AVI 
 
Outra funcionalidade presente na aplicação JMCETool, não presente no protótipo 
MCEToolRS, é a criação de um novo arquivo de vídeo no formato AVI, sem compactação, 
que conterá a nova seqüência de imagens escolhidas pelo médico a partir do vídeo original 
em formato AVI, extraído (digitalizado) do equipamento de ultra-som. Esta funcionalidade 
pode ser acessada através da opção AVI Filter presente na tela de apresentação da 
aplicação JMCETool.. 
Ao criar esta nova seqüência, que poderá ser estudada no processo de quantificação, 
a aplicação JMCETool também coleta os valores de tempo (em segundos) em que cada 
uma das imagens aparece no vídeo contendo a seqüência original, gerado pelo 
equipamento de ultra-som. Estes valores de tempo são salvos em um arquivo texto, devido 
à necessidade de uma distribuição multiplataforma da aplicação. Na figura 4.18 a seguir 




































Figura 4-18 – Tela para seleção da nova seqüência de imagens e geração de um novo arquivo AVI 
destacando a imagem da seqüência que será substituída através da seta preta a título de exemplificação do 
funcionamento deste módulo de seleção de quadros de uma seqüência. 
 
Para selecionar os quadros (imagens) para formação da nova seqüência, existem 
botões que representam funcionalidades de controle de navegação. Caso o médico queira 
navegar para o início ou final do vídeo original, basta selecionar Start ou End, 
respectivamente. Caso ele queira navegar adiante quadro a quadro da seqüência original, 
basta selecionar a opção Next e caso queira retroceder um a um, basta selecionar a opção 
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Prev. Caso o médico queira avançar de cinco em cinco quadros, para navegar mais 
rapidamente, basta selecionar a opção +5, e o oposto -5. 
Dentro do painel logo abaixo do reprodutor de vídeo e dos botões de navegação, se 
encontrarão as imagens selecionadas, em tamanho reduzido, para que a nova seqüência em 
criação possa ser visualizada pelo médico. Entretanto, caso o médico não aprove a escolha 
que fez em relação a uma imagem dentro da seqüência e queria substituí-la, primeiro ele 
deve navegar pelo vídeo e posicionar a imagem selecionada que substituirá a antiga e então 
clicar duas vezes sobre a imagem a ser substituída. Uma caixa de diálogo, ilustrada na 
figura 4.19, aparecerá com duas opções, apagar (Delete) e substituir (Change). Para 









Figura 4-19 – Caixa de diálogo com as opções para substituir (Change) ou apagar (Delete) a 
imagem selecionada da seqüência que está sendo criada. 
 
Caso o médico queira excluir uma imagem da seqüência que está formando, deve 
posicionar o ponteiro do mouse sobre esta imagem e clicar duas vezes com o botão 
esquerdo. A caixa de diálogo ilustrada na figura 4.19 aparecerá e a opção Delete deve ser 
selecionada. A seqüência anterior está ilustrada na figura 4.20, destacando a imagem a ser 
excluída com uma seta cinza, e a seqüência resultante ficará conforme ilustrada na figura 
4.21. 

































Figura 4-20 - Tela para seleção da nova seqüência de imagens e geração de um novo arquivo AVI 
com a imagem anterior, indicada pela seta preta, trocada por uma nova imagem durante a formação da 
seqüência. A seta cinza indica a imagem da nova seqüência que será apagada. 
 


































Figura 4-21 – Tela para seleção da nova seqüência de imagens e geração de um novo arquivo AVI 
com a seqüência de imagens pronta. 
 
Caso o médico queira salvar a seqüência de imagens que ele criou, ao selecionar a 
opção Create AVI um novo arquivo de vídeo será criado juntamente com um arquivo texto 
contendo as informações de tempo (em segundos) relativas a cada quadro da seqüência. 
Ambos os arquivos serão salvos em uma nova pasta com o nome do arquivo de vídeo do 
qual a seqüência criada foi extraída.  
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Capítulo 5  Resultados de Testes de 
Desempenho 
 
Conforme mencionado na seção 2.2, a exatidão e a confiabilidade dos valores A e B, 
após realizada a aproximação matemática, dependem diretamente dos processos de 
alinhamento dos quadros e colocação das regiões de interesse. 
Desta forma, para avaliar a performance computacional do JMCETool, foram 
realizados testes de exatidão dos resultados obtidos para A, B e Erorr in Fit, incluindo os 
testes de desempenho para cada etapa automática, objetivando comprovar a eficiência dos 
algoritmos implementados em outra linguagem de programação.  
Os testes quantitativos dos parâmetros A, B e do Error in Fit foram feitos com as 
imagens resultantes do processo de alinhamento automático e manual da aplicação 
JMCETool.  Estes testes envolvem a avaliação da função de ajuste de curvas da aplicação 
JMCETool através de uma comparação dos seus resultados com os resultados desta mesma 
função após ser implementada e executada no ambiente de desenvolvimento Matlab®. Após 
realizados estes testes é feita uma representação gráfica dos resultados e uma análise 
comparativa, utilizada para validar ou não a aplicação JMCETool para uso no ambiente 
clínico. 
Tendo como referência o trabalho de Noble e colaboradores (2002), para a análise 
dos resultados foi usado o método estatístico Bland-Altman (Motusky, 2003), que permite a 
comparação gráfica entre dois diferentes métodos empregados na determinação da mesma 
medida.  O método consiste em representar graficamente a diferença entre duas medições 
como uma função da média das duas medições de cada amostra (considerada a melhor 
estimativa do valor real). O gráfico resultante é chamado de Bland-Altman Plot. 
Todos os testes foram realizados em um computador pessoal Pentium IV® de 2.9 
GHz e 512Mb de memória RAM, utilizando 5 seqüências de ECM, uma de estudos com 
humanos e 14 de estudos com animais (cães), capturadas pelo protocolo Flash Contrast 
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Imaging. Os testes foram conduzidos pela autora da tese, denominada ao longo do texto 
como “desenvolvedora”. 
 
5.1 Avaliação da Exatidão na Quantificação 
 
Conforme mencionado no início deste capítulo o teste de exatidão da quantificação, 
utilizando o método estatístico Bland-Altman, consiste na comparação dos resultados 
obtidos da quantificação da perfusão através da função de ajuste implementada na aplicação 
JMCETool, com os resultados obtidos da quantificação da perfusão sangüínea, para o 
mesmo conjunto de valores de intensidade média de pixels, pela mesma função de ajuste 
implementada no ambiente de desenvolvimento do Matlab®.  
O teste realizado para verificar a exatidão do processo de quantificação da perfusão 
foi o de Comparação dos Resultados das Quantificações de uma seqüência de Imagens 
Alinhadas Automaticamente na aplicação JMCETool, onde foi empregado o seguinte 
protocolo: 
1º) Quantificação_1: Submeter uma seqüência de ECM alinhada automaticamente pela 
aplicação JMCETool (utilizando a seleção automática do melhor quadro) ao processo de 
quantificação da perfusão implementado na aplicação; 
2º) Quantificação_2: coletar os resultados das intensidades médias dos pixels, extraídos da 
aplicação JMCETool, para obter o mesmo conjunto de dados utilizado pelo algoritmo de 
ajuste de curvas (para quantificação da perfusão) implementado em Matlab®. 
3º) Repetir os passos 1 e 2 para cada seqüência em estudo; 
4º) Para cada ROI, comparar dentre todas as seqüências estudadas (usando o Bland-Altman 
Plot) os valores do Error in Fit e dos parâmetros A e B resultantes dos processos de 
quantificação 1 e 2.  
Os resultados para o teste de Avaliação da Exatidão no Processo de Quantificação 
da Perfusão (para um total de 5 seqüências estudadas) são apresentados da Tabela B.1 à 
Tabela B.7 (ver Apêndice B). As representações gráficas para comparação dos resultados 
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podem ser verificadas da figura 5.1 à figura 5.21 na forma do Bland-Altman Plot dos 
parâmetros A, B e Error in Fit. 
 O Bland-Altman Plot consiste na representação gráfica da diferença entre as duas 
medições (quantificação_1 – quantificação_2) como uma função média das duas 
medições ([quantificação_1 + quantificação_2]/2) de cada amostra (5 seqüências). A 
linha pontilhada central presente nos gráficos representa a média das diferenças obtidas 
entre as duas quantificações dentre todas as seqüências estudadas. E as linhas pontilhadas 
superior e inferior representam os limites mínimo e máximo de concordância entre as 
quantificações, dados pela (média)±(1,96 x desvio padrão) das diferenças. Isto significa 
estatisticamente, que, na realização de mais testes seguindo o protocolo acima, a 
probabilidade de que a diferença entre os resultados das quantificações 1 e 2 esteja 
compreendida dentro dos limites de concordância é de 95%. 
 
Avaliação da Exatidão - Quantificação ROI 1 (A)


















Figura 5-1 - Bland-Altman plot do valor de A na ROI 1 na Avaliação da Exatidão da Quantificação. 
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Avaliação da Exatidão - Quantificação ROI 1 (B)

















  Figura 5-2 - Bland-Altman plot do valor de B na ROI 1 na Avaliação da Exatidão da 
Quantificação. Não aparecem os cinco pontos referentes a cada uma das imagens, pois estão sobrepostos 
Avaliação da Exatidão - Quantificação ROI 1 (Error in Fit)



















Figura 5-3 - Bland-Altman plot do Error in Fit na ROI 1 na Avaliação_1 da Exatidão da 
Quantificação. 
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Avaliação da Exatidão - Quantificação ROI 2 (A)




















   
 
Avaliação da Exatidão - Quantificação ROI 2 (B)



















Figura 5-5 - Bland-Altman plot do valor de B na ROI  2 na Avaliação da Exatidão da Quantificação. 
Figura 5-4 - Bland-Altman plot do valor de A na ROI 2 na Avaliação da 
Exatidão da Quantificação. 
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Avaliação da Exatidão - Quantificação ROI 2 (Error in Fit)



















Figura 5-6 - Bland-Altman plot do Error in Fit na ROI 2 na Avaliação da Exatidão da 
Quantificação. 
 
Avaliação da Exatidão - Quantificação ROI 3 (A)





















Figura 5-7 - Bland-Altman plot do valor de A na ROI 3 na Avaliação da Exatidão da Quantificação. 
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Avaliação da Exatidão - Quantificação ROI 3 (B)



















Figura 5-8 - Bland-Altman plot do valor de B na ROI 3 na Avaliação da Exatidão da Quantificação. 
 
Avaliação da Exatidão - Quantificação ROI 3 (Error in Fit)



















Figura 5-9 - Bland-Altman plot do Error in Fit na ROI 3 na Avaliação da Exatidão da 
Quantificação. 
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Avaliação da Exatidão - Quantificação ROI 4 (A)



















Figura 5-10 - Bland-Altman plot do valor de A na ROI 4 na Avaliação da Exatidão da 
Quantificação. 
 
Avaliação da Exatidão - Quantificação ROI 4 (B)























Figura 5-11 - Bland-Altman plot do valor de B na ROI 4 na Avaliação da Exatidão da 
Quantificação. 
Capítulo 5 – Resultados de Testes de Desempenho 
71 
Avaliação da Exatidão - Quantificação ROI 4 (Error in Fit)



















Figura 5-12 - Bland-Altman plot do Error in Fit na ROI 4 na Avaliação da Exatidão da 
Quantificação. 
 
Avaliação da Exatidão - Quantificação ROI 5 (A)






















Figura 5-13 - Bland-Altman plot do valor de A na ROI 5 na Avaliação_1 da Exatidão da 
Quantificação. 
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Avaliação da Exatidão - Quantificação ROI 5 (B)























Figura 5-14 - Bland-Altman plot do valor de B na ROI 5 na Avaliação da Exatidão da 
Quantificação. 
 
Avaliação da Exatidão - Quantificação ROI 5 (Error in Fit)



















Figura 5-15 - Bland-Altman plot do Error in Fit na ROI 5 na Avaliação da Exatidão da 
Quantificação.  
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Avaliação da Exatidão - Quantificação ROI 6 (A)



















Figura 5-16 - Bland-Altman plot do valor de A na ROI 6 na Avaliação da Exatidão da 
Quantificação. 
 
Avaliação da Exatidão - Quantificação ROI 6 (B)





















Figura 5-17 - Bland-Altman plot do valor de B na ROI 6 na Avaliação da Exatidão da 
Quantificação.  
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Avaliação da Exatidão - Quantificação ROI 6 (Error in Fit)



















Figura 5-18 - Bland-Altman plot do Error in Fit na ROI 6 na Avaliação da Exatidão da 
Quantificação.  
 
Avaliação da Exatidão - Quantificação ROI 7 (A)



















Figura 5-19 - Bland-Altman plot do valor de A na ROI 7 na Avaliação da Exatidão da 
Quantificação. 
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Avaliação da Exatidão - Quantificação ROI 7 (B)



















Figura 5-20 - Bland-Altman plot do valor de B na ROI 6 na Avaliação da Exatidão da 
Quantificação.  
 
Avaliação da Exatidão - Quantificação ROI 7 (Error in Fit)



















Figura 5-21 - Bland-Altman plot do Error in Fit na ROI 7 na Avaliação da Exatidão da 
Quantificação.  
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5.2 Avaliação do Desempenho Computacional  
 
A avaliação do desempenho computacional da aplicação JMCETool está 
relacionada ao tempo de processamento necessário para a sua execução. 
Conforme já citado por Lopes (2005), no caso de métodos para aplicação clínica, 
como é o caso do método de quantificação de imagens de ECM, a limitação de tempo de 
processamento é devida às limitações de tempo da rotina clínica, assim como à necessidade 
de inserir tal algoritmo ou método como parte de um sistema maior que necessita de alta 
velocidade de execução. Sendo assim, a eficiência de processamento dos algoritmos 
aplicados à quantificação de imagens de ECM é um dos fatores principais para sua ampla 
aceitação clínica. 
A avaliação do desempenho computacional da aplicação JMCETool foi feita com 
base nos resultados dos testes para Avaliação da Exatidão no Processo de Quantificação 
(seção 5.1).  Os dados completos tabulados para avaliação do desempenho computacional 
com base na comparação do desempenho computacional do protótipo MCEToolRS são 
apresentados na Tabela B.8 do Apêndice B. Ambas as comparações são feitas com base nos 
processos automáticos, principalmente o alinhamento automático. 
Para facilitar a análise dos dados, apenas os resultados estatísticos dos dados 
completos da Tabela B.8 são apresentados na tabela 5-1. 
 
Tabela 5-1 – Dados para Avaliação do Desempenho Computacional: JMCETool x MCEToolRS 
 
AVALIAÇÃO DO DESEMPENHO COMPUTACIONAL - ALINHAMENTO AUTOMÁTICO 
JMCETool MCEToolRS 
Offsets Corrigidos Tempo de processamento Offsets Corrigidos 
Tempo de 
processamento 




X Y R X+Y R Total X Y R X+Y R Total 
Mínimo 7 11 11 1 5 1 0,66 9 11 2 2 1 0,30 
Máximo 29 78 58 20 16 4 1,20 79 69 75 5 6 0,66 
Média 19,20 33,80 30,47 7,20 10,73 2,13 0,89 35,13 39,60 16,27 3,70 2,93 0,49 
Desvio  6,18 25,4 13,1 6,8473 3,453 0,876 0,18 25,1 17,4 18,99 0,841 1,147 0,099 
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Após realizados os testes de desempenho computacional chegou-se à conclusão de 
que não é necessário possuir um computador de última geração para que a aplicação seja 
executada. Os requisitos computacionais mínimos para que a aplicação funcione é um 
computador com resolução de vídeo 1024x728 pixels, com processador P3 750 ou superior, 
espaço mínimo de HD 40 Mb e 128 Mb de memória RAM. Em uma máquina com essa 
configuração não foi possível instalar um software como o Matlab® por exemplo. 
A seguir encontram-se as representações gráficas na forma barras para comparação 
dos resultados, da figura 5.22 à figura 5.25. Observa-se que o tempo gasto pela aplicação 
JMCETool foi maior que o tempo gasto pelo protótipo MCEToolRS para a tarefa de 
alinhamento automático das seqüências de ECM. Isso ocorre em função de um problema 
em existente em algumas classes da linguagem JAVA que trabalham com a transformação 
de imagens coloridas para tons de cinza, conforme citado no capítulo 6. 
 




Figura 5-22 - Tempo Médio Gasto no Alinhamento Automático da Translação 
das Imagens baseado nos valores da tabela 1. 
Capítulo 5 – Resultados de Testes de Desempenho 
78 
 
Tempo Médio Gasto no Alinhamento de Rotação (em segundos) 



























Figura 5-23 - Tempo Médio Gasto no Alinhamento de Rotação (em segundos), 
baseado nos valores da tabela 1. 
Figura 5-24 - Tempo Médio Total Gasto no Alinhamento Automático (em 
minutos), baseado nos valores da tabela 1. 
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Figura 5-25 - Desvio Médio do Tempo Total Gasto no Alinhamento Automático, 
baseado nos valores da tabela 1. 
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Capítulo 6  Discussão 
 
Este capítulo apresentará uma discussão sobre a aplicação JMCETool, apresentando 
possíveis melhorias e/ou soluções para alguns problemas apresentados. 
Dentre as restrições presentes na aplicação encontra-se um “BUG” (defeito), na 
classe que implementa a transformação de imagens coloridas para imagens na escala de 
tons de cinza. Este problema se repercute por todas as outras classes do JAVA que também 
precisem utilizar esta transformação para efetuar seus processamentos. Foi criado um 
“POST” por mim no fórum de desenvolvedores da Sun Microsystems relatando este 
problema, cujo número é 6467250. O link para o site onde foi reportado este defeito é 
http://bugs.sun.com/bugdatabase/view_bug.do?bug_id=6467250 . 
Este BUG está presente em uma classe no “core” (núcleo) do software Java 
Development Kit (JDK), responsável prela transformação de uma imagem colorida em uma 
imagem em escala de cinza (intensidade de brilho). Ao invés dos valores de intensidade de 
brilho serem transformados e coletados corretamente, são criados valores incompatíveis aos 
valores reais, em maior ou menor intensidade de brilho e a imagem final se apresentará 
mais escura ou mais clara.  
Entretanto a equipe de desenvolvedores da Sun Microsystems detectou que havia 
outro defeito reportado referente ao mesmo problema. Atualmente o status deste defeito 
(acesso pelo site: http://bugs.sun.com/bugdatabase/view_bug.do? bug_id=5051418) consta 
como em aberto e não resolvido (In progress), último acesso 10/12/2007. 
Apesar desta limitação a aplicação está desenvolvida e a conversão foi feita 
manualmente, similar à conversão feita pelas funções do módulo Image Processing 
Toolbox presentes no Matlab®. 
Devido à necessidade de trabalhar com números inteiros e não ponto flutuante (em 
decorrência deste BUG), os resultados dos valores de brilho dos pixels provocam alterações 
nos resultados dos algoritmos de determinação dos offsets de translação e rotação, alterando 
os valores resultantes de offsets encontrados, e o tempo de processamento, conforme os 
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resultados destacados em cinza na tabela 5.1 do capítulo 5. Ao ser resolvido o problema do 
BUG, há grande possibilidade destes offsets encontrados se tornarem iguais, com variação 
máxima em mais ou menos um pixel ou um grau para cada offset encontrado, e do tempo de 
processamento ser similar ou muito próximo ao tempo de processamento gasto pelo 
protótipo. 
Dentre os problemas presentes também se encontra a função de ajuste usada na 
aplicação JMCETool. Infelizmente esta função não possui os mesmos algoritmos e 
funcionalidades presentes na função lsqcurvefit() do módulo Image Processing Toolbox do 
ambiente de desenvolvimento do Matlab®. Essa diferença entre as funções implica em 
diferentes resultados para um mesmo conjunto de dados, ao ser realizado o ajuste de curvas. 
Esses resultados se diferem, principalmente, em casos onde os pixels que compõem uma 
determinada ROI têm pouco brilho, com valores mais próximos do 0 (cor preta).  
A fim de eliminar a hipótese de que a diferença dos resultados também poderia ser 
decorrente de uma diferença de exatidão e precisão dos resultados entre a linguagem JAVA 
e o ambiente de desenvolvimento Matlab®, foram realizados testes de comparação para um 
mesmo conjunto de dados utilizando a mesma função de ajuste da aplicação JMCETool 
implementada no ambiente de desenvolvimento Matlab®. Estes testes demonstraram que 
essas diferenças de precisão não existiam, conforme resultados demonstrados nos gráficos 
do capítulo 5, e eliminaram a hipótese de JAVA e Matlab® tratarem os valores de suas 
variáveis de forma distinta, resultando em valores de cálculo distintos. As diferenças 
existentes, portanto, são decorrentes da diferença entre os algoritmos das funções de ajuste 
da aplicação JMCETool e da Image Processing ToolBox do Matlab®. Elas variam de 
seqüência para seqüência, de tal forma que, em alguns casos, o valor da intensidade média 
dos pixels de uma determinada ROI mudou de 40 (MCEToolRS) para 3700 (JMCETool), 
por exemplo.  
Dentre as melhorias futuras encontra-se, portanto, a implementação de uma função 
de ajuste que seja compatível à função lsqcurvefit(). 
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Demais testes não foram efetuados devido aos problemas apresentados nesse 
capítulo que impedem uma comparação mais detalhada e um estudo mais profundo das 
outras etapas da quantificação do fluxo sanguíneo no miocárdio. 





Capítulo 7  Conclusão 
 
Este trabalho de tese resultou em uma aplicação Stand-Alone, multiplataforma, 
gratuita, de fácil utilização e instalação, com grande possibilidade e potencial para ser 
utilizada em clínicas e ambientes médico-hospitalares que realizem o exame de 
ecocardiografia com contraste de microbolhas, auxiliando no diagnóstico de problemas 
cardíacos.  
Apesar do tempo de processamento de superior ao do protótipo MCEToolRS, 
acredito que isso não faça tanta diferença para o médico, pois o objetivo principal foi 
alcançado, ou seja, a portabilidade do sistema como um todo, por ser mutiplataforma e 
independente de software proprietário. Essa característica da aplicação se deve a um 
módulo para criação da seqüência de estudo, através da extração dos quadros selecionados 
pelo médico da seqüência originada do vídeo de ultra-som, tornando-a independente de 
outros softwares proprietários no momento da criação da seqüência que será analisada. 
Entretanto, vale ressaltar que a aplicação realiza o processo de quantificação em 
qualquer vídeo que estiver no formato AVI sendo que outros formatos não são aceitos pela 
aplicação. 
A aplicação é dita robusta porque consegue, assim como o protótipo MCEToolRS, 
realizar todas as etapas da quantificação do fluxo sanguíneo e a quantificação da reserva de 
fluxo coronariano.  A precisão do alinhamento automático é a mesma do protótipo em mais 
ou menos um pixel de variação entre um estudo e outro da mesma seqüência de vídeo, 
porém a exatidão doa valores de A e B (volume e fluxo sanguíneos respectivamente) e da 
RFC é menor devido ao problema da função de ajuste de curvas citado no capítulo 6. 
Concluindo, para que a aplicação JMCETool possa ser disponibilizado amplamente 
para uso comercial, se faz necessária a execução das melhorias citadas no capítulo anterior, 
a não ser que os usuários desta aplicação estejam cientes de suas limitações atuais. 
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Este apêndice, modificado de Lopes (2005), explica o modelo matemático descrito 
por Wei e colaboradores (1998) para desenvolvimento da teoria do Flash Contrast 
Imaging, com enriquecimento de detalhes em relação à descrição original. 
Primeiramente, assume-se que as microbolhas são administradas continuamente de 
forma intravenosa com taxa de infusão e concentração de bolhas constante. Depois que a 
saturação de microbolhas é atingida (quadro “E” à esquerda na figura A.1), considera-se 
que um único pulso ultra-sônico de alta potência (flash) é aplicado (quadro “flash” da 
figura A.1) e que todas as microbolhas dentro de um elemento de volume dado pela 
espessura W do campo ultra-sônico (considerada uniforme) e pela seção transversal S 
(região de interesse considerada) são destruídas (quadro “A” da figura A.1). Considerando 
a infusão contínua de contraste, se novas microbolhas entram neste elemento de volume 
com um perfil plano e com velocidade constante v, então a distância d que elas percorrerão 
dentro da espessura W do campo ultra-sônico (quadros “B” a “E” da figura A.1) será 
função do tempo t, o que é dado pela equação: 
 


















Como a intensidade de vídeo y verificada na seção transversal S é proporcional à 
concentração efetiva de microbolhas dentro da espessura W do campo ultra-sônico para um 
dado instante de tempo t quando a relação y x t é linear (conforme pode ser observado na 
figura A.1 pelo aumento contínuo da concentração de bolhas na seção S dos quadros “A” a 
“E”), esta será proporcional ao deslocamento d das microbolhas dentro do campo em 
função da espessura total (W) do mesmo, ou seja: 
 
          d  




Substituindo a Equação A.1 na Equação A.2, a intensidade de vídeo y se torna 
proporcional a v.t/W. Considerando a velocidade de reperfusão constante das microbolhas 
(v), y aumenta com t até um instante de tempo específico T (conforme observado na figura 
A.2) para o qual as microbolhas tiveram tempo suficiente para preencher toda a espessura 
W do campo ultra-sônico (momento representado pelo instante de tempo “t4” e pelo 
deslocamento “d4” no quadro “E” à direita na figura A.1). Neste momento d = W e, 














Figura A.2 – Curva ideal de reaparecimento (reperfusão) das microbolhas no miocárdio. 
 
 y α 
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Como pode ser observado na figura A.2, para qualquer instante de tempo t ≥ T a 
intensidade de vídeo y permanece constante e igual a A. Considerando que a seção 
transversal S é uma região de interesse (ROI) colocada sobre algum ponto da parede 
miocárdica, esta é composta por um conjunto de seções menores (s) dos microvasos que 
fazem parte do elemento de volume W.S. Desta forma, para qualquer concentração de 
microbolhas infundida de forma intravenosa, a intensidade de vídeo A do platô verificada 
na seção S será sempre proporcional à soma das concentrações de microbolhas nas seções s 
dos microvasos e, portanto, refletirá a concentração efetiva de microbolhas na 
microcirculação miocárdica da região analisada. Isto, por sua vez, implica que A reflete o 
volume de sangue nos microvasos contidos no volume W.S.  
O modelo ideal descrito até o momento apresentado na figura A.2 assume uma 
transição brusca entre a fase de crescimento do contraste (subida da curva) e a fase do 
platô, o que na prática não é observado devido a alguns fatores a saber: 1) a espessura do 
campo ultra-sônico e o grau de destruição das microbolhas com o flash não são 
completamente uniformes; 2) o perfil das microbolhas não é inteiramente plano. Sendo 
assim a relação ideal y x t tende a ter uma curva exponencial como mostrado na figura A.3 
e pode ser descrita pela seguinte equação: 
 




• t = instante de tempo; 
• y = intensidade de vídeo no instante de tempo t; 
• A = intensidade de vídeo no platô (concentração máxima das microbolhas); 
















Figura A.3 – Curva real de reaparecimento (reperfusão) das microbolhas no miocárdio. 
 
Como a tangente à curva da figura A.3 é dada por dy/dt  =  A.B.E -Bt, a tangente na 
origem   (t = 0) é A.B. Pela figura A.2, esta inclinação também é igual a A/T. Portanto, 
A.B=A.T o que resulta:  
 
         1 




Substituindo T na Equação A.3 pela Equação A.5 e rearranjando a expressão 
resultante, tem-se: 
 




Portanto, para uma determinada espessura de campo W (a uma distância específica 
do transdutor de ultra-som do scanner), a velocidade média das microbolhas é proporcional 
a B.  
Se um fluxo f ocorre através de uma área S (região de interesse), então: 
 




Substituindo a Equação A.6 na Equação A.7 e considerando que a intensidade de 









Assumindo W constante a uma distância específica do transdutor, então:  
 




Pela Equação A.9 conclui-se que o fluxo de sangue no miocárdio pode ser 
considerado diretamente proporcional ao produto dos parâmetros A e B resultantes da 
aproximação matemática da função expressa pela Equação A.4, onde o parâmetro A é 
proporcional ao volume de sangue no miocárdio e o parâmetro B é equivalente à taxa de 
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Apêndice B 
 
Este apêndice contém as tabelas de resultados dos testes da avaliação da exatidão do 
processo de quantificação executado na aplicação JMCETool, descritos no capítulo 5, no 
qual também são apresentados os gráficos equivalentes a cada tabela. 
 
B.1 Validação da Quantificação da Perfusão (referente à 
seção 5.1) 
 
Tabela B.1 – Resultados do teste para Avaliação_1 da Exatidão na Quantificação da Perfusão na 
ROI 1.  
 
Avaliação da Exatidão - Quantificação da Perfusão (ROI 1) 
Quantificação pela função de 
ajuste implementada na 
aplicação JMCETool 
Quantificação pela mesma função de 
ajuste implementada no ambiente de 
desenvolvimento do Matlab® 
Seqüência de 
ECM 
A B Error in Fit A B Error in Fit 
1 0,1899 73 0,02139 0,1899 73 0,02139 
2 0,1703 2,28 0,03087 0,1703 2,28 0,03087 
3 0,112 3,9+e23 0,01759 0,112 3,9+e23 0,01759 
4 0,3524 1,95 0,005964 0,3524 1,95 0,005964 








Tabela B.2 – Resultados do teste para Avaliação da Exatidão na Quantificação da Perfusão na ROI 
2.  
 
Avaliação da Exatidão - Quantificação da Perfusão (ROI 2) 
Quantificação pela função de 
ajuste implementada na 
aplicação JMCETool 
Quantificação pela mesma função de 
ajuste implementada no ambiente de 
desenvolvimento do Matlab® 
Seqüência de 
ECM 
A B Error in Fit A B Error in Fit 
1 0,112 4,8 0,003263 0,112 4,8 0,003263 
2 0,2496 1,3 0,004127 0,2496 1,3 0,004127 
3 0,1815 2,317 0,007555 0,1815 2,317 0,007555 
4 0,4531 1,251 0,002726 0,4531 1,251 0,002726 




Tabela B.3 – Resultados do teste para Avaliação da Exatidão na Quantificação da Perfusão na ROI 
3.  
 
Avaliação da Exatidão - Quantificação da Perfusão (ROI 3) 
Quantificação pela função de 
ajuste implementada na 
aplicação JMCETool 
Quantificação pela mesma função de 
ajuste implementada no ambiente de 
desenvolvimento do Matlab® 
Seqüência de 
ECM 
A B Error in Fit A B Error in Fit 
1 0,1182 2,9 0,01791 0,1182 2,9 0,01791 
2 0,3374 1,37 0,004658 0,3374 1,37 0,004658 
3 0,2460 1,03 0,01263 0,2460 1,03 0,01263 
4 0,4370 0,83 0,008197 0,4370 0,83 0,008197 









Tabela B.4 – Resultados do teste para Avaliação da Exatidão na Quantificação da Perfusão na ROI 
4. 
 
Avaliação da Exatidão - Quantificação da Perfusão (ROI 4) 
Quantificação pela função de 
ajuste implementada na 
aplicação JMCETool 
Quantificação pela mesma função de 
ajuste implementada no ambiente de 
desenvolvimento do Matlab® 
Seqüência de 
ECM 
A B Error in Fit A B Error in Fit 
1 0,1238 0,95 0,0100700 0,1238 0,95 0,0100700 
2 0,1606 2,12 0,0006663 0,1606 2,12 0,0006663 
3 0,2450 1,23 0,0227500 0,2450 1,23 0,0227500 
4 0,1660 0,59 0,0024710 0,1660 0,593 0,0024710 




Tabela B.5 – Resultados do teste para Avaliação da Exatidão na Quantificação da Perfusão na ROI 
5. 
 
Avaliação da Exatidão - Quantificação da Perfusão (ROI 5) 
Quantificação pela função de 
ajuste implementada na 
aplicação JMCETool 
Quantificação pela mesma função de 
ajuste implementada no ambiente de 
desenvolvimento do Matlab® 
Seqüência de 
ECM 
A B Error in Fit A B Error in Fit 
1 0,1063 1,900 0,013250 0,1063 1,900 0,013250 
2 0,2354 0,870 0,002960 0,2354 0,870 0,002960 
3 0,2820 0,750 0,008720 0,2820 0,750 0,008720 
4 0,3910 0,807 0,003401 0,3910 0,807 0,003401 








Tabela B.6 – Resultados do teste para Avaliação da Exatidão na Quantificação da Perfusão na ROI 
6. 
 
Avaliação da Exatidão - Quantificação da Perfusão (ROI 6) 
Quantificação pela função de 
ajuste implementada na 
aplicação JMCETool 
Quantificação pela mesma função de 
ajuste implementada no ambiente de 
desenvolvimento do Matlab® 
Seqüência de 
ECM 
A B Error in Fit A B Error in Fit 
1 0,1297 4,900 0,0058920 0,1297 4,900 0,0058920 
2 0,1584 2,220 0,0009650 0,1584 2,220 0,0009650 
3 0,2620 0,920 0,0181100 0,2620 0,920 0,0181100 
4 0,4286 1,587 0,0009533 0,4286 1,587 0,0009533 




Tabela B.7 – Resultados do teste para Avaliação da Exatidão na Quantificação da Perfusão na ROI 
7. 
 
Avaliação da Exatidão - Quantificação da Perfusão (ROI 7) 
Quantificação pela função de 
ajuste implementada na 
aplicação JMCETool 
Quantificação pela mesma função de 
ajuste implementada no ambiente de 
desenvolvimento do Matlab® 
Seqüência de 
ECM 
A B Error in Fit A B Error in Fit 
1 0,0701 2,220 0,0034730 0,0701 2,220 0,0034730 
2 0,1069 3,400 0,0002798 0,1069 3,400 0,0002798 
3 0,1050 3700* 0,0162000 0,1050 3700* 0,0162000 
4 0,4284 0,855 0,0017300 0,4284 0,855 0,0017300 
5 0,3625 3,750 0,0037380 0,3624 3,780 0,0037380 
 
Obs.: O “*” ao lado de alguns resultados indica que estes foram descartados do 
cálculo, uma vez que além dos valores serem idênticos, também estão fora da escala dos 
demais valores de intensidade média dos pixels. 
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B.2 Avaliação do Desempenho Computacional (referente 
à seção 5.2) 
 
Tabela B.8 – Dados para Avaliação do Desempenho Computacional: JMCETool x MCEToolRS em 
imagens alinhadas automaticamente. 
 
AVALIAÇÃO DO DESEMPENHO COMPUTACIONAL - ALINHAMENTO AUTOMÁTICO 
JMCETool MCEToolRS 
Offsets Corrigidos Tempo de processamento Offsets Corrigidos 
Tempo de 
processamento 






X Y R X+Y R Total X Y R X+Y R Total 
1 18 27 27 19 10,0 2,0 0,80 34 45 12 4,0 3,5 0,66 
2 26 71 30 11 16,0 4,0 0,85 71 51 43 5,0 4,0 0,50 
3 11 14 11 1 5,0 1,0 0,82 13 11 2 3,0 2,0 0,30 
4 24 75 38 6 16,0 2,5 0,95 74 36 18 4,5 3,5 0,52 
5 14 11 35 2 9,0 1,0 1,20 11 38 10 3,0 2,0 0,42 
6 21 24 44 12 10,0 2,5 0,95 27 46 12 4,0 3,0 0,65 
7 19 15 40 2 10,0 2,0 0,88 15 60 4 4,0 2,0 0,40 
8 27 68 43 20 13,0 3,0 0,80 67 69 75 4,0 6,0 0,55 
9 20 17 34 2 13,0 2,0 1,10 24 49 6 4,0 2,0 0,42 
10 7 15 13 1 5,0 1,0 0,66 14 11 3 2,0 3,0 0,43 
11 29 78 58 4 14,0 3,0 1,20 79 57 13 4 3 0,50 
12 22 21 14 1 10,0 2,5 0,66 19 28 11 4 3 0,50 
13 13 11 23 6 7,0 1,0 0,69 9 23 5 2 1 0,60 
14 21 24 25 4 13,0 2,5 0,75 34 46 16 4 3 0,43 
15 16 36 22 17 10,0 2,0 1,10 36 24 14 4 3 0,42 
Mínimo 7 11 11 1 5 1 0,66 9 11 2 2 1 0,30 
Máximo 29 78 58 20 16 4 1,20 79 69 75 5 6 0,66 
Média 19,20 33,80 30,47 7,20 10,73 2,13 0,89 35,13 39,60 16,27 3,70 2,93 0,49 
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