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ANOTACE 
 
Tato práce poskytuje ucelené řešení a ukazuje způsob, jakým lze implementovat 
informační systém automaticky testující studentské práce. Podmínkou definovanou 
v zadání je použití J2EE technologie. Další technologie už závisí od zvoleného způsobu 
řešení zadání.  V první sekci je proveden výběr technologií použitých při vývoji 
systému.  Najdeme v ní odůvodnění výběru aplikačního serveru, databázového serveru a 
CMS řešení, a na vybranou CMS aplikaci se podíváme důkladněji. Seznámíme se i se 
sestavovacím nástrojem Ant použitým při sestavení modulu a sestavování studentských 
projektů a balíkem JUnit sloužícím k testování tříd, kaskádovými styly a dalšími 
technologiemi použitými v aplikaci. Druhou sekci práce představuje návrh aplikace. Je 
zde ukázána struktura modulu webu, co musí modul obsahovat a jak pomocí tříd a 
knihoven OpenCms a Javy implementovat požadovanou funkcionalitu systému. Sekce 
je rozdělena na části pracovní postup, ukazující způsob práce se systémem, modulu 
webu, představující aplikační stránky pro registraci, zadávání projektů, nahrávání 
projektů a skriptů, navigační stránky a obsah webu, představující adresáře a výstupní 
HTML stránky. Další části jsou věnovány bezpečnosti aplikace a způsobu komunikace 
s JPlag detekcí plagiátorství. 
 
Klíčová slova: modul webu, obsah webu, správa obsahu, bezpečnost, testování. 
 
 
 
ABSTRACT 
 
This thesis provides compact solutions and shows process, how it is possible to 
implement Information system which automatically tests students projects.  The use of 
J2EE technology is required in assignment of this thesis. Using of other technologies 
depends on which way of the assignment´s solution was chosen. In the part one of the 
thesis an option of technologies used for the system development is implemented. The 
reason why used application server, database server and CMS solution were chosen is 
given here. The choice of CMS application is reasoned in more detailed way. A 
building tool Ant and Junit package are introduced here as well as cascade styles and 
other technologies used in an application. Ant was used to build a module and students 
projects. JUnit package is available to test classes. In the second part of the thesis the 
application is designed. It is showed here how to create a web module, what 
components the module has to contain and how to implement required function of the 
system  with contribution of classes, library OpenCms and Java. The second part is 
divided into three chapters. The first shows system workflow, which defines the way of 
work with application according to defined role in system .The second of them is 
focused on the web module and its parts. It introduces application pages designed for 
registration, projects assignment, projects and scripts upload and navigation pages. The 
three chapter is aimed at a web content. It introduces a data files and HTML output 
pages. Other parts of the thesis are focused on the safety of the application and the way 
of communication with JPlag detection of plagiarism. 
 
Keywords: web module, web content, content management, security, testing. 
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1 Úvod 
 
Pro tvorbu webových aplikací je dnes používáno velké množství technologií. 
Hlavní výhodou standardu J2EE je poskytnutí záruky přenositelnosti. Aplikace vyvinuté 
J2EE1 technologií je možné bez jakýchkoli dalších nutných zásahů do nastavení 
aplikace nasadit na server s operačním systémem Linux, Unix či Windows.  
Zde popsaná aplikace umožňuje co nejjednodušší možnost editace a správy 
obsahu webu a jeho budoucí rozvoj. Proto bylo zvoleno řešení v podobě modulárního2 
redakčního systému se správou obsahu nazývané jako CMS3. Toto řešení je nazýváno 
jako redakční systém proto, že poskytuje jednoduchou správu obsahu webu. Obsah 
mohou vytvářet uživatelé bez znalosti Javy nebo HTML4, postačí jim pouze znalost 
běžných textových editorů. Toto řešení je vhodné pro rozsáhlé weby s velkým počtem 
statických stránek. Oblasti, kde můžeme využit vlastností redakčního systému, jsou 
rozsáhlé. Setkáme se s nimi u internetových deníků, přes Intranety různých institucí, až 
po informační systémy škol či podniků. Jejich další velkou výhodou je to, že obsah 
celého webu je uložen a provozován přímo z databáze, což velkou měrou zvyšuje 
bezpečnost takového systému. Použitím CMS systému také odpadá nutnost definovat 
v aplikaci konektivitu do databáze a vytváření patřičných databázových tabulek. 
Práce je logicky členěna do několika částí. Nejprve je uveden výčet použitých 
technologií a odůvodněno jejich nasazení a výběr. Další části práce jsou věnovány 
návrhu aplikace. Je ukázáno, jakým způsoben aplikace komunikuje s uživateli a jaké 
jim poskytuje funkce. Dále je ukázána struktura modulu, který spolu s obsahem webu 
utváří požadovanou funkcionalitu systému, zabezpečení aplikace před nebezpečnými 
útoky a část věnovaná JPlag detekci plagiátorství. Poslední částí práce je testování 
aplikace. V této části byl navržen testovací scénář pokrývající všechny požadované 
funkce systému, a tyto funkce byly ověřeny. 
Hlavní část práce tedy spočívá v návrhu a implementaci CMS systému, 
sloužícího jako informační systém pro testování studentských prací. Inovativnost 
takového systému jednoznačně spočívá v zpřístupnění administrace webových stránek 
široké veřejnosti s nutností pouze základních uživatelských znalostí při práci 
s počítačem. Ve světě existuje velké množství dostupných CMS systémů. Ať už 
komplikovanějších nebo jednodušších, vždy je potřeba si daný systém důkladně 
prostudovat. Vývojem takových systémů v komerční sféře se zabývají celé vývojové 
týmy, a není výjimkou, že systém je vyvíjen déle než rok. Proto cílem této práce není 
vytvořit dokonalejší CMS systém, ale spíše vytvořit s použitím jednoho dostupného 
CMS systému přídavnou funkcionalitu, a vyvinout konečný systém, který bude 
uživatelům poskytovat intuitivní ovládání a velkou použitelnost bez nutnosti studování 
rozsáhlých manuálů. 
 Přínos aplikace pro učitele je jednoznačně v ušetření času s kontrolou 
studentských prací, což by v případě stovky studentů a ručního kontrolování znamenalo 
několik hodin, a také v systematickém uskladňování prací v databázi. Pro studenta je 
přínosem snadné odevzdávání prací a přehledné zobrazení výsledků. 
  
                                                 
1 J2EE, Java 2 Enterprise Edition 
2 Modulárního, funkcionalita přidávána pomocí samostatných modulů 
3 CMS, Content Management System, systém se správou obsahu. 
4 HTML,HyperText Markup Language 
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2 Použité technologie 
 
  V této části práce jsou definovány technologie nutné k provozu naší aplikace. 
Protože se jedná vesměs o známé a používané systémy, jsou jejich vlastnosti definovány 
jen velmi stručně. Pokud se chcete o těchto technologiích dovědět více, podívejte se do 
referencí.  
 
2.1 Java 
 
Pro běh aplikace musíme mít v systému nainstalovánu Javu společnosti Sun 
Microsystem [8]. Konkrétně se jedná o balík JDK5 ve verzi 1.5.0, který poskytuje 
knihovny a nástroje pro vývoj aplikací, a balík JRE6 potřebný k provozu aplikace. Tyto 
balíky jsou většinou distribuovány společně. Po jejich nainstalování nesmíme 
zapomenout na definování systémové proměnné JAVA_HOME, která obsahuje cestu 
k JRE.  
 
 
2.2 Aplikační server 
 
Aplikační server poskytuje naší aplikaci provozní prostředí. Zpřístupňuje tak 
jednoduché použití prostředků a funkcí potřebných v aplikaci. Příkladem může být 
komunikace mezi aplikacemi nebo podpora transakčního zpracování požadavků. Díky 
přenositelnosti a přímé podpoře standardu  J2EE je většina aplikačních serverů vyvíjena 
na základu Java.  
 
2.2.1 Výběr aplikačního serveru 
 
Mezi nejpoužívanější aplikační servery pro Java aplikace patří Tomcat od 
společnosti Apache [9]. Jeho devizou je velká stabilita daná lety vývoje a ladění chyb. 
Poslední distribuovanou verzí je Apache Tomcat 5.5.25. Aplikační server je spuštěn 
příkazem startup z adresáře /bin. Java aplikace, které chceme na tomto serveru 
provozovat, musí být uložené v adresáři /webapps, odkud se po spuštění aplikačního 
serveru inicializují. Aplikace mohou být buď v „hotové“ formě nebo ve formě WAR7 
balíčku, který se při startu serveru automaticky rozbalí. Výhodou tohoto aplikačního 
kontejneru je jednoduchost ovládání a malá datová velikost. 
 
Dalším aplikačním serverem může být JBoss společnosti Red Hat [10] v 
aktuálně dostupné verzi 5.0.0 Beta 4. Od verze 5 je JBoss postaven na tzv. 
mikrokontejneru, do kterého se registrují služby plnící veškerou požadovanou 
funkcionalitu. Implementuje tak tzv. JMX8, který dále umožňuje tyto služby spravovat.  
Nevýhodou je větší datová velikost distribuce. 
 
 Dalšími aplikačními servery mohou být například Jetty, Resin nebo Weblogic 
společnosti bea, který je pokládán za nejlepší aplikační server, a obsahuje vše, na co si 
lze vzpomenout. 
                                                 
5 JDK, Java Development Kit 
6 JRE, Java Runtime Environment 
7 WAR, Web ARchive 
8 JMX, Java Management Extension 
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 Aplikace byla vyvíjena na aplikačním serveru Apache Tomcat. Důvodem je 
nízká režie spojená s jeho nastavením (prakticky žádná, Tomcat je dodáván už 
přednastavený), jeho malá datová velikost a také to, že neobsahuje zbytečné funkce, 
kterých aplikace stejně nevyužívá. 
 
2.3 Databázový server 
 
Pro webovou aplikaci je kromě aplikačního serveru potřeba také databázového 
serveru. Žádná pokročilá aplikace se bez něj neobejde. Neobejde se bez něj ani 
aplikační server JBoss. V něm registrované služby si do databáze ukládají svá 
organizační data. Dále obsah CMS systému je kompletně uložen v databázi.  
V aplikačním kontejneru tak nalezneme pouze dekomprimovanou distribuci CMS 
aplikace a z webového rozhraní následně provedeme její instalaci. Při ní jsou v databázi 
vytvořeny tabulky importovaných modulů, obsahující např. informace o uživatelských 
účtech, dále aplikační stránky importovaného modulu, HTML stránky. Systém je tedy 
kompletně provozován z databáze. Databázových serverů existuje velké množství, např. 
Oracle, Postrgree či MySql. 
 
2.3.1 Výběr databázového serveru 
 
  Pro aplikaci je vhodné využít serveru MySql [11]ve verzi 5.0. Jeho výhodou je 
nenáročnost na operační výkon, který je např. u databáze Oracle nutné naddimenzovat, 
vlivem velké hardwarové náročnosti. Tento databázový server je hodně oblíben a pro 
většinu aplikací plně postačující. Komunikace se serverem probíhá pomocí příkazové 
řádky. Pomocí MySql klienta jsme z příkazové řádky (viz. Obr.1) schopni vytvářet nové 
databáze a tabulky a editovat obsah těchto tabulek. 
 
 
Obr.1. MySql klient 
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2.4 Sestavovací nástroj Apache Ant 
 
V každém větším projektu, který obsahuje více souborů, musí být při 
sestavovaní zabezpečeno správné pořadí souborů a správné cesty k třídám a vytvořeným 
knihovnám. Sestavení programů bylo dříve řešeno programy make, gmake a podobně, 
dokud se neobjevil Apache Ant [5]. Ant je mocným nástrojem Javy (pro C/C++ se stále 
používá make) a představuje plně flexibilní a konfigurovatelný sestavovací systém. 
Systém je kompletně napsaný v Javě a od ní zdědil přenositelnost mezi operačními 
systémy. Apache Ant je konzolovou9 aplikací. Základem sestavení systému je 
konfigurační soubor build.xml, který může obsahovat mnoho značek, kterým Ant 
rozumí. Hlavními značkami, které jsou použity i pro sestavení modulu webu jsou 
project, path a target. Ant podporuje velké množství výstupních formátu jako JAR, 
WAR, ZIP a podobně. Nástroj je vhodný jak pro sestavování velkých projektů, na 
kterých pracují celé týmy vývojářů, kterým poskytne propojitelnost s CVS10 a 
automatické verzování a sestavování distribučních balíčku, tak i pro samostatné 
vývojáře. Vývojová prostředí jako Elipse a IDEA dokonce obsahují Ant pevně 
zakomponovaný v prostředí. 
Ant je také použit jako sestavovací nástroj pro aplikace vytvořené studenty a pro 
jejich testování. 
 
 
2.5 XML technologie 
 
 XML11 technologie patří dnes k nejdůležitějším a nejrozšířenějším standardům 
výměny dat. Ty jsou uchovávány strukturovaným způsobem. Více v [4], [16]. 
 
Vlastnosti XML technologie: 
• Ke každému záznamu existují popisky, které jsou nezávislé na platformě, což je 
velkou výhodou XML standardu. Spolu s Javou tak poskytují záruku 
přenositelnosti.  
• Nevýhodou této technologie je to, že XML je obyčejný textový soubor kde jsou 
data i jejich značky textové. Jejich velikost tak narůstá podstatným způsobem. 
Z toho plyne, že tento způsob popisu dat není vhodný pro větší binární nebo i 
textová data. 
• Značky mají pevnou gramatiku a je nutno dodržet určitou syntaxi. Značkování je 
velmi přehledné a na rozdíl od binárních dokumentů je možné jejich obsah 
přečíst bez znalostí kódování konkrétního formátu binárního dokumentu. 
 
Hlavní oblasti použití: 
• Datově orientované dokumenty – pod tento pojem spadají XML dokumenty, 
jejichž hlavním účelem je přenos a shromáždění strukturovaných dat. XML 
formátem mohou být popsány např. konfigurační soubory. 
• Dokumenty orientované na sdělení - XML značkami jsou popsány řetězce a celé 
                                                 
9 Konzolová aplikace, aplikace ovládaná příkazy z příkazové řádky 
10 CVS, Central Version System, systém pro uskladňování různých verzí aplikace a jejich správu 
11 XML, eXtensible Markup Language 
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věty textu. Pomocí transformací je pak získán výsledný obsah HTML stránky, 
nebo tiskový formát dokumentu. Na HTML stránkách můžeme např. zobrazovat 
rozdílný obsah podle zvolené jazykové varianty webu, obsah může být použit 
z jednoho či více dokumentů atd.  
 
2.6 CMS systém 
 
CMS je aplikací, která je určena ke správě obsahu webu. Obsahem se rozumí 
texty, obrázky, multimediální soubory, databáze, vše co si přejeme měnit a editovat. 
Systémy CMS jsou vhodné k ulehčení komunikace, zejména ve firmách, kdy dokument 
může kolovat mezi jistými uživateli, kteří jsou oprávnění materiál shlédnout a editovat, 
a mohou tak dokument společně modifikovat. Systém je vhodný také pro archivaci 
velkého množství dat.  
 
Základní požadavky na CMS systémy: 
• Modularita – v systému by mělo být zajištěno oddělení jednotlivých funkcí, což 
usnadní jejich správu. 
• Jednoduché ovládání – díky modularitě může systém obsahovat spoustu funkcí, 
které musejí být logicky a intuitivně nastavitelné 
• Administrace – souvisí s jednoduchostí ovládání, rozdělení správy na 
administrativní a publikační část. 
• Systém uživatelských skupin – rozdělení uživatelských účtů v systému do 
několika skupin a rolí s jinými právy v administraci systému 
• WYSIWYG12 editor – editor sloužící k tvorbě obsahu HTML stránek 
s možnostmi nastavení stylů, obrázku a dalších textových vlastností, podobně 
jako v textových editorech. 
• Schopnosti navigace – vytváření a editování položek menu podle navigačních 
informací. 
 
Nabízené funkce se liší od každé aplikace. Některé jsou nabízené jako open 
source13 řešení, například v GNU–GPL14 licenci, některé se prodávají za mnoho tisíc až 
mnoho set tisíc. Některé z takto placených systémů mohou být založeny na open source 
systémech, jen do systému implementují nějakou přídavnou funkcionalitu. Příklady 
CMS systému jsou např. Drupal, Mambo, PHP nuke, Quick CMS a velké množství 
dalších. 
 
2.6.1 Výběr CMS systému 
 
Požadavkem kladeným na CMS systém při jeho výběru bylo, aby byl 
poskytován zdarma. Dále aby vykazoval velkou míru stability danou roky vývoje, 
velkou vývojářskou komunitou používajícím dané řešení, a také by měl nabízet 
intuitivní a jednoduché ovládání. Vhodným kandidátem je OpenCms [7] společnosti 
                                                 
12 WYSIWYG, What You See Is What You Get 
13 Open source, řešení s otevřeným zdrojovým kódem poskytované zdarma  
14 GNU-GPL, distribuovaný zdrojový kód je možné upravovat dle podmínek uvedených v licenci 
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Alkacon software, poskytující rozsáhlé API15 pro další práci s aplikací a tvorbu dalších 
modulů přidávajících rozličné funkce. 
OpenCms je založen na Javě a XML technologii a může být nasazen na rozličné 
aplikační servery, ať už placené nebo s otevřeným zdrojovým kódem. Stejně tak dokáže 
spolupracovat s různými databázemi. Alkacon volně nabízí jak zdrojové kódy, tak i 
distribuční WAR balíček, který se automaticky rozbalí při startu aplikačního kontejneru. 
Pak už jen stačí v prohlížeči otevřít správnou stránku a pokračovat v instalaci aplikace. 
Nabízeny jsou moduly s příklady a základní funkcionalitou, a výběr databáze pro 
uložení OpenCms tabulek. 
Po instalaci je možné přihlásit se do editoru systému. V něm je možné zobrazit 
publikační oblast představovanou VFS16 adresářovou strukturou (viz. Obr.2.), nebo 
administrační oblast kde probíhá nastavení systému a systémových úloh.  
V součastné době je poslední verzí k dispozici verze 7.0.4, která oproti 
předchůdci 6.2.3 obsahuje funkce správy rolí uživatelů a možnost definovat frontu pro 
publikování dokumentů. 
 
 
2.6.1.1 Publikační oblast 
 
Ve VFS lze vytvářet nové adresáře, v nich HTML stránky s editovatelným 
obsahem, nebo můžeme importovat soubory z disku. Všechny dokumenty jsou 
rozděleny do několika typů, jako folder pro adresář, plain pro textový soubor, xmlpage 
pro html stránky, jsp pro JSP17 stránky s implementovaným zdrojovým kódem a binary 
pro binární dokumenty jako pdf, zip, doc. Xmlpage typ u HTML stránky je z toho 
důvodu, protože na tyto dokumenty lze aplikovat šablonu, ve které jsou volány další 
prvky zobrazované na stránce, například JSP stránky nebo JavaScriptové aplikace. 
HTML stránka tedy obsahuje pouze editovatelný text, obyčejně uvedený v HTML 
elementu body. Blíže o tomto dále. 
Obsah webu je rozdělen na online a offline oblast. V online oblasti se nachází 
dokumenty, které jsou zobrazovány na webu. Veškerá editace a tvorba dokumentů pak 
probíhá v offline oblasti. Z offline do online oblasti se dokumenty dostanou jejich 
publikováním. Tím je jim nastaven příznak, který určuje, že jsou kompletní a mohou 
být vystaveny na webu. V offline oblasti pak můžeme opět provádět jeho editaci, ale 
změny se na webu neprojeví, dokud nebude dokument opět publikován. 
 
 
                                                 
15 API, Application Programming Interface, rozhraní přidávající funkce a služby pro práci s aplikací  
16 VFS, Virtual File Systém, virtuální souborový systém uložený v databázi 
17 JSP, Java Server Pages 
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Obr.2. Publikační oblast v OpenCms 
 
 
 
 
Obr.3. Struktura kořenového adresáře 
 
V jedné aplikaci OpenCms lze provozovat více webů. Je to dáno adresářovou 
strukturou VFS (viz. Obr.3.), kdy v adresáři /sites jsou podadresáře jednotlivých webů, 
definovaných např. www adresou, a v adresáři /system se nacházejí aplikační zdroje, 
tedy importované moduly a jejich obsah. Jednotlivé weby je ještě nutné registrovat 
v konfiguračním XML souboru opencms-system.xml pod specifickou značkou. 
 
 
 
1 3  
 
Ukázka registrace webu v konfiguraci OpenCms: 
 
<sites> 
<workplace‐server>http://localhost:8080</workplace‐server> 
<default‐uri></default‐uri> 
     <siteserver="http://localhost:8080" uri="/sites/www.is.ukoly.fekt.cz/"/> 
</sites> 
 
 
2.6.1.2 Administrační oblast 
 
Dalším pohledem v editoru je pohled administrace (viz Obr.4.). Zde může 
administrátor vytvářet nové uživatele, nastavovat jejich práva v systému, exportovat a 
importovat obsah (zde je myšleno adresáře se stránkami tvořící základ prezenční části 
aplikace), instalovat a odebírat moduly a provádět další úkony související se správou 
systému. Důležitou funkcí je možnost správy a definování plánovaných úkolů. Při jejich 
definici pouze určíme cestu ke třídě v modulu reprezentujícím plánovanou úlohu, 
nastavíme výraz pro Cron18 a systém v daný čas nebo v daných intervalech plánovanou 
úlohu spouští. Veškeré definice jsou ukládány do konfiguračních XML dokumentů. 
Administrace tak tvoří grafické rozhraní pro úpravu těchto dokumentů. Některé úpravy 
se v systému projeví hned (plánovaná úloha, vytvoření nového uživatelského účtu), u 
jiných musíme provést restart aplikačního serveru a tedy i OpenCms (modulové 
operace). 
 
Ukázka definice plánované úlohy v opencms-system.xml: 
 
<scheduler> 
<job> 
<name>test</name> 
<class>cz.fekt.ukoly.is.www.TestSheduledJob</class> 
<reuseinstance>false</reuseinstance> 
                  <active>true</active> 
                 <cronexpression><![CDATA[00 43 18 * * ?]]></cronexpression> 
<context> 
                      <user>Guest</user> 
                      <project>Online</project> 
                      <siteroot>/</siteroot> 
                      <requesteduri>/</requesteduri> 
                      <locale>en</locale> 
                      <encoding>UTF‐8</encoding> 
                      <remoteaddr>127.0.0.1</remoteaddr> 
</context> 
</job> 
</scheduler> 
  
 
                                                 
18 Cron, časovač definující spuštění odpovídající plánované úlohy 
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Obr.4. Administrace v OpenCms 
 
2.6.1.3 OpenCms vývojové rozhraní 
 
 V jádře OpenCms je implementováno API [6] obsahující balíčky a funkce 
používané při vývoji OpenCms aplikací. OpenCms API obsahuje několik základních 
stavebních částí: 
• Uložiště dokumentů VFS. 
• Systém šablon založený na JSP stránkách. 
• Modulové API. 
• Třídy poskytující rozličné nástroje, např. mailovou korespondenci. 
• Metody pro komunikaci s databází. 
• implementace OpenCms pracovního prostředí, editoru. 
 
Ne všechny balíčky obsažené v OpenCms API poskytují svou funkcionalitu 
konečnému uživateli. Např. při přístupu do VFS adresářové struktury používáme 
instanci CmsObject třídy, nikdy nepřistupujeme přímo do databáze pomocí SQL. Třída 
pak použije databázovou funkcionalitu implementovanou ve třídě org.opencms.db.  Do 
databáze reprezentující VFS tedy nepřistupujeme přímo z aplikace, ale pomocí tříd 
balíku org.opencms.file, mezi které patří i CmsObject, nejdůležitější objekt pro přístup 
do VFS. 
  
Věci důležité pro začátek vývoje OpenCms aplikace: 
 
Při vývoji si nejprve získáme instanci třídy CmsJspActionElement z balíku 
org.opencms.jsp.  Pokud budeme používat navigaci, je vhodné získat i instanci 
CmsJspNavBuilder třídy. Jakmile jsou tyto základy definovány, můžeme dále používat 
objekty org.opencms.file balíku. Tyto objekty jsou základními stavebními bloky při 
vývoji aplikace a patří mezi ně CmsObject, CmsUser, CmsFile a další. 
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2.7 Další podporované balíky 
 
Aplikace využívá několika přídavných balíků, které normálně nenajdeme 
v distribuci Javy a OpenCms. Všechny jsou v distribuci s volným zdrojovým kódem, 
stačí přidat patřičnou knihovnu (jar soubor) do adresáře knihoven v OpenCms. 
 
2.7.1 Testovací rámec JUnit 
 
JUnit [12]je program určený speciálně pro testování jednotek programu. 
Jednotkou je myšlena třída (nebo skupina tříd), která navenek poskytuje nějakou 
funkcionalitu. Pomocí JUnit vytvoříme testovací třídu, která obsahuje testovací metody. 
Testovací třída povinně musí obsahovat metody setUp a tearDown, z nichž první 
vytváří testovací prostředí a druhá uklízí po testu. Testování probíhá tak, že test třída 
vytvoří vlastní objekty, na které bude aplikovat testované metody. JUnit rámec je plně 
podporován Antem. Testovací třídy v něm jednoduše spustíme, a z výsledků 
vygenerujeme testovací zprávu. 
 
2.7.2 Balík org.apache.commons.fileUpload 
 
Tento balík poskytuje servletovým a webovým aplikacím funkcionalitu uploadu. 
Třída parsuje19 požadavek z HTTP serveru z formuláře, který má nastaven druh obsahu 
na multipart/form-data. Z rozparsovaným požadavkem lze pak lépe dále pracovat, např. 
převést do pole bajtů nebo zapsat do výstupního proudu. V aplikaci je tento balík použit 
pro nahrávání studentských prací a testovacích skriptů vstupem z webové stránky do 
systému. 
 
 
2.8 Kaskádové styly 
 
Kaskádové styly neboli CSS20, jsou aplikovány na HTML stránky a dotvářejí tak 
jejich vzhled. CSS standard obsahují velké množství definic, pomocí nichž je 
jednotlivým blokům přiřazen odpovídající styl. CSS styly jsou volány v šabloně, která 
je rozdělena do bloků s přiděleným ID, které je i identifikátorem stylu. Styly lze přiřadit 
i specifickým elementům a tagům v HTML kódu, tedy head,body, foot, table, hr, li, ul a 
další. 
 
 
2.9 Java Server Pages 
 
JSP jsou HTML stránky obsahující nějaký Java kód. Ten je od HTML kódu 
oddělen značkami <% %>. Stránky se zobrazí v prohlížeči jako HTML stránky, na 
jejichž pozadí je prováděn Java kód. Lze tak například pomocí jedné stránky zobrazit 
různým uživatelům různý obsah, nebo nahrávat soubory z formulářů. 
  
                                                 
19 Parsování, členění a rozdělení požadavků na samostatné části, např. několik souborů ze vstupního 
formuláře 
20 CSS, Cascading Style Sheets 
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3 Návrh aplikace 
  
Aplikace by měla splňovat několik požadavků.: 
• Spravovatelný kód 
• Přístupnost a intuitivnost ovládání 
• Poskytovat funkcionalitu registrace studentů, vytváření projektů, jejich 
nahrávání a testování 
• Bezpečná aplikace 
 
Aplikace je založena na open source CMS aplikaci OpenCms. Předpokladem 
tedy je mít nainstalovanou tuto aplikaci. IS21 je vyvíjen jako přídavný modul, který 
může být do OpenCms importován. Modul obsahuje aplikační JSP stránky a třídy 
vyvíjené v rámci tohoto modulu. Poté je ještě nutné importovat nebo vytvořit obsah 
webu. OpenCms poskytuje funkcionalitu snadné a přehledné administrace a činí tak 
systém uživatelsky přívětivějším. 
 
 
3.1 Spravovatelnost kódu - MVC architektura 
 
MVC22 je softwarová architektura, která rozděluje aplikaci do tří 
implementačních vrstev. Hlavní výhodou takového řešení je možnost v případě potřeby 
měnit jen jednu vrstvu s minimálními zásahy do vrstev dalších. Tím je dosaženo 
výrazně vyššího stupně spravovatelnosti a využitelnosti kódu. 
 
Výsledná aplikace je tvořena následujícími vrstvami: 
 
Model – je komponenta představující funkční základ aplikace. Tvoří tedy logiku 
aplikace, která je nezávislá na ostatních částech systému. Tato vrstva je typicky 
představována Javovskými třídami implementovanými v modulu webu a můžou být do 
ní zahrnuty i třídy z OpenCms a Java knihoven. 
 
Controller – je komponenta zajišťující interakci s uživatelem. Změny v této 
komponentě zajišťují požadované změny v komponentě Model nebo View. Typickou 
činností je volání metod Modelu. Příkladem komponenty jsou JSP stránky využívající 
třídy z Modelu. 
 
View – komponenta zprostředkovává prezentační vrstvu aplikace. Data z Modelu 
převádí do formy zprostředkovatelné uživateli. Tuto komponentu tvoří HTML stránky, 
nebo HTML kód v JSP stránkách. 
                                                 
21 IS, Informační Systém 
22 MVC, Model View Controller 
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Obr.5. MVC architektura 
 
3.2 Implementace funkcionality 
 
 Návrh a vývoj aplikace je rozdělen do několika částí. Než začneme s vývojem 
aplikace, je potřeba definovat způsob práce se systémem.  
 
3.2.1 Workflow 
 
Workflow23 určuje způsob, jakým systém spolupracuje s uživateli. Uživatelé 
systému jsou rozděleni do skupin, kterým přísluší rozdílná funkcionalita. OpenCms 
nabízí možnost vytvářet nové uživatele a přidělovat jim skupinu, včetně rolí v systému. 
Skupin je v nabídce velké množství, od obyčejného návštěvníka bez jakýchkoliv práv 
zasahovat do obsahu nebo přístupu k editoru až po projektové manažery, šéfredaktory a 
administrátory. Každá skupina má definované role, podle kterých pak mohou/nemohou 
v systému provádět operace. Např. právo vytvářet obsah ve VFS nebo jakkoliv 
zapisovat do databáze má až uživatel s právy User. Právo vytvářet nové účty má až 
uživatel skupiny Administrators. 
 
Pro naši aplikaci jsou plně postačující skupiny návštěvníků a administrátorů. 
Registrovaným studentům je přiřazena skupina návštěvníků. Studenti tak nemají 
v systému žádná práva, mohou si pouze prohlížet obsah v on-line oblasti. Aby studenti 
mohli své práce do systému nahrávat, musí být implementována přídavná funkcionalita 
představená třídou ISModuleAction modulu webu, viz. 3.2.2.1.1. Student si ve formuláři 
vybere svůj projekt komprimován zip metodou a provede odeslání požadavku o jeho 
nahrání. Projekt se ve VFS uloží do studentovy složky do adresáře konkrétního 
projektu. Systém zajistí, že kromě souboru s projektem je do studentovy složky 
nakopírována i testovací třída se sestavovacím skriptem, které vkládá učitel do 
zadaného projektu. Po proběhnutí automatických testů si student může zobrazit své 
výsledky. 
                                                 
23 Workflow, pracovní tok, způsob práce se systémem 
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Veškerá funkcionalita popsaná v předcházejícím odstavci je do OpenCms 
přidána a zajišťují ji stránky student.jsp a results.jsp. 
 
 
Obr.5. Navržený pracovní diagram studenta 
 
Učiteli je přiřazena skupina administrátoři systému, která ho opravňuje v systému 
provádět veškeré operace. Předpokladem tedy je, že učitel bude správcem systému. 
Díky této skupině a její rolí může učitel v editoru vytvářet obsah webu, definovat 
spouštění plánovaných úkolů (automatických testů), vytvářet účty a definovat další 
užitečné věci. Z webu je administrátorovi poskytnuta funkcionalita zadávání projektů do 
systému. Funkcionalita je implementována v aplikační stránce ucitel.jsp v modulu 
webu. Při zadávání učitel určuje název projektu a text použitý pro navigaci projektu na 
webu. JSP stránka zajistí, že se v systému automaticky vytvoří ve VFS adresářová 
strukturu projektu a z modulu webu do něj nakopíruje JSP stránky s požadovanou 
funkcí. Vytvořeny jsou dva adresáře. Do adresáře /projekty a konkrétního podadresáře 
podle názvu projektu jsou kopírovány JSP stránky s funkcí uploadu projektu a 
zobrazení výsledku. Podadresáře projektů a JSP stránky mají přiřazenu navigaci a jsou 
zobrazeny přihlášeným studentům na webu v podobě menu. Paralelně s tímto adresářem 
je ve VFS v adresáři /testy vytvořen rovněž podadresář s názvem projektu, do něhož 
jsou kopírovány JSP stránky s funkcionalitou uploadu testovací třídy a sestavovacího 
skriptu. Tyto podadresáře a JSP stránky mají rovněž nastavenu navigaci, ale na webu se 
zobrazují jako menu pouze přihlášenému administrátorovi systému. Administrátor dále 
definuje časy spouštění plánovaných úkolu. Modul obsahuje třídu testSheduledJob, 
která provádí automatické testování studentských projektů. Administrátor při definici 
plánované úlohy pouze určí název třídy, která se má spouštět a čas kdy se má úloha 
provést. Kromě těchto funkcí může administrátor vytvářet a editovat obsah webu. 
Adresáře nebo stránky nacházející se v kořenové úrovni adresářové struktury webu 
mohou mít přiřazenou navigaci. Potom jsou na webu zobrazeny v horizontálním menu 
v rámci, jehož poloha je definována v CSS stylech. Menu je viditelné a přístupné pro 
všechny návštěvníky webu bez rozdílů. Může tedy obsahovat různé informační stránky, 
statické dokumenty, JSP aplikační stránky a vše co chce učitel na webu vystavit 
návštěvníkům. 
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Obr.6. Navržený pracovní diagram administrátora 
 
Kromě dvou výše zmíněných účtů je v systému ještě vytvořen speciální účet 
Student, který je určený k registraci studentů do systému, viz. Obr.7. Aby se mohl 
student zaregistrovat, musí znát login a heslo tohoto účtu. Po přihlášení pod tímto účtem 
je zpřístupněna aplikační JSP stránka s formulářem pro registraci studenta. Student 
vyplní potřebné údaje a formulář odešle. V tu chvíli je v systému vytvořen jeho účet a 
ve VFS v adresáři /studenti studentův adresář, do kterého jsou ukládány jeho projekty. 
Účet Student má práva pouze na vytváření nových účtů a nedovoluje provádět jakékoliv 
zásahy do systému. 
 
 
Obr.7. Navržený pracovní diagram účtu student 
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3.2.2 Modul webu 
 
Název modulu zvolíme například cz.fekt.ukoly.is.www. V tomto adresáři je 
vhodné dodržet určitá pravidla pro uložení zdrojů. Tyto adresáře jsou standardně 
vytvářeny při vytváření modulu v editoru OpenCms. Základ modulu můžeme sestavit 
v editoru, kde si připravíme prázdný obsah, tedy prázdné JSP stránky (viz. Obr.8.). 
Výhodou takto připraveného modulu je, že jakmile provedeme export modulu, celá 
adresářová struktura i s vnořenými soubory se objeví na disku v adresáři /packages. 
Tento export obsahuje i soubor manifest.xml, do kterého pak OpenCms zpětně nahlíží 
při importu modulu a hledá sestavovací cíle. 
 
 
Obr.8. Adresářová struktura modulu webu 
 
Máme tedy připravenou adresářovou strukturu. Pro naši aplikaci jsou důležité 
pouze 3 adresáře. V adresáři /templates je uložena JSP stránka, která slouží jako šablona 
webu. V adresáři /elements byly vytvořeny další JSP stránky plnící určitou 
požadovanou funkcionalitu. Některé z nich jsou volány v šabloně, kde se zobrazí 
v určitém bloku, některé naopak přebírají elementy ze šablony. V adresáři /resources 
jsou uloženy obrázky a loga a nachází se zde i soubor pro CSS styly main.css. 
Kromě JSP stránek je nutné vytvořit několik tříd, které nám doplní funkcionalitu 
systému. Balík tříd je pojmenován stejně jako modul. 
 
 
3.2.2.1 Aplikační třídy modulu 
 
Abychom mohli implementovat požadovanou funkcionalitu, musíme vytvořit 
třídy přidávající do OpenCms další funkce. Třídy pak použijeme ve vytvořených JSP 
stránkách plnících danou funkci. Při vývoji tříd použijeme funkce z OpenCms API, Java 
API a dalších přidaných balíku. 
 
3.2.2.1.1 Třída ISModuleAction  
 
Motivací k implementování této třídy byl fakt, že v některých JSP stránkách 
potřebujeme pracovat s instancí třídy CmsObject s právy administrátora, i když je 
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přihlášený pouze uživatel s právy návštěvníka. Možným způsobem, jak tuto instanci 
získat je vytvořit třídu, která je potomkem A_CmsModuleAction třídy OpenCms. Při 
inicializaci OpenCms, tedy při startu aplikačního kontejneru, dojde k vykonání kódu 
obsaženého v inicializační metodě potomka A_CmsModuleAction třídy. Instance 
administrátorova cms objektu je získána z offline i online oblasti. Třída poskytuje 
statickou metodu getAdminObject, pomocí které přistupujeme k získané instanci. Tu 
následně použijeme při nahrávání studentských projektů do systému, což by s právy 
návštěvníka nebylo možné. 
  
 
3.2.2.1.2 Třída GeneralUtils 
 
Tato třída je obecnou třídou modulu. Obsahuje metody potřebné k dosažení 
požadované funkcionality webu. 
 
getSiteRoot 
 
Metoda vrací cestu do kořenového adresáře webu, ve kterém se nacházíme. 
Používá se ve vytvořených JSP stránkách plnících funkci navigace. 
 
uploadProjekt(String pathSouboru, String adresarStudenta) 
 
Metoda je určena k nahrávání souboru z HTML formuláře do VFS. Parametry 
pathSouboru a adresarStudenta určují cestu k uložení souboru. Soubor je získán při 
HTTP requestu z formuláře s metodou POST a druhem obsahu nastaveným na 
multipart/form-data.  Metodou readMultipartFileItems z OpenCms API balíku 
org.opencms.util.CmsRequestUtil přečteme soubor z HTTP requestu, a jeho obsah 
uložíme do pole bajtů. Ve VFS je podle parametrů metody uploadProjekt vytvořen 
prázdný soubor a do jeho obsahu zapsán obsah z bajtového pole. Pro vytvoření souboru 
ve VFS je nutné pracovat s administrátorovou instancí CmsObject třídý, která je získána 
při inicializaci pomocí implementované ISModulAction třídy. Nahrané soubory si 
nezachovávají svůj původní název, kopírován je pouze obsah, který je nastaven jako 
obsah binárního typu. 
 
 
createProjekt (String projekt, String text) 
 
Metoda má definovány dva parametry, projekt a text, z nichž první určuje název 
projektu a druhý text, který je použit pro navigaci a přístup k projektu na webu. Metoda 
se stará a vytvoření adresářové struktury ve VFS pro zadaný projekt. Adresářům je 
nastavena navigace, čímž se zobrazí v menu. Dále je v adresáři projektu vytvořen 
soubor index.html s nastavenou šablonou našeho webu, a do adresáře jsou z modulu 
nakopírovány aplikační JSP stránky sloužící k odevzdávání studentských prací a 
prohlížení výsledků. Těmto JSP stránkám je rovněž nastavena navigace a přístup k nim 
se na webu zobrazí jako položka v podmenu. Dalším adresářem, který je touto metodou 
ve VFS vytvářen je adresář pro uložení testů k jednotlivým projektům. Každý projekt 
má svůj adresář, do kterého jsou kopírovány aplikační stránky pro nahrávání testovacích 
tříd a sestavovacích skriptů. Adresáře projektů mají nastavenu navigaci, pro 
zobrazování v menu. Aplikační stránky se zobrazují rovněž jako položky podmenu. 
Vytvoření projektu představuje práci s instancí třídy CmsObject, která poskytuje 
metody pro vytváření adresářů, souborů, jejich kopírování a definici parametrů.  
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Nejprve jsou vytvořeny a kopírovány potřebné adresáře a soubory tvořících adresářovou 
strukturu projektu a následně jsou na těchto souborech nastaveny navigační informace.  
 
Kromě těchto metod jsou ještě implementovány metody 
getSiteRootForSetToRequest, která je volána z metody getSiteRoot, dále getSiteRoot pro 
soubor v aktuálním requestu, a getSiteRootForSetToSession, kterou využívá šablona.  
 
 
3.2.2.1.3 Třída Block 
 
Tato třída shromažďuje navigační informace o instancích CmsObjektu a parsuje 
je na samostatné parametry. S těmi můžeme dále pracovat v navigaci a nastavovat na 
souborech. 
 
 
3.2.2.1.4 Třída AutomatictestingSheduledJob 
 
Z důvodu požadavku na spouštění testů v definovaný čas byla vybrána 
implementace testů do plánované úlohy. Pro ni je použita v modulu webu 
implementovaná třída AutomatictestingScheduledJob. Třída poskytuje funkcionalitu 
automatického testování studentských projektů. Třída musí být potomkem OpenCms 
třídy I_CmsSheduledJob a musí obsahovat metodu lunch(), která je spuštěna jakmile 
dojde ke spuštění plánované úlohy v definovaný čas.  
Abychom mohli provést test, musíme nejprve exportovat projekty z VFS na 
server. V OpenCms je implementována funkce statického exportu, která tuto funkcí 
provádí. Soubory, které mají být exportovány, jsou definovány v konfiguračním 
souboru opecms-importexport.xml. Ten obsahuje značku <staticexport> v které jsou 
definovány adresáře a typy souborů, které mají být exportovány. 
Projekty a testovací třídy jsou komprimovány zip metodou. Java API obsahuje 
balik java.util.zip, který obsahuje třídy pro práci s komprimovanými soubory. Nejprve 
si vytvoříme list podle jmen uživatelů definovaných v systému rolí návštěvník. 
Komprimovaná data načítáme jako zip proudy a čteme pomocí třídy ZipInputStream. 
Dále je použita třída ZipEntry. Díky ní jsme schopni rozpoznat jednotlivé položky 
komprimovaného souboru. Jednotlivé instance třídy ZipEntry, tedy jednotlivé 
komprimované soubory, získáme čtením proudu ZipInputStream. Jakmile dojde 
k přečtení celého souboru, je jeho obsah uložen do instance třídy File balíku java.io a 
pomocí výstupního proudu zapsán na disk. Po dekompresi projektu je ihned provedena i 
dekomprese testovací třídy. Ta je do adresáře studenta kopírována při nahrávání jeho 
projektu do VFS spolu se sestavovacím skriptem. Na disku tak máme rozbalený projekt 
studenta i s testovací třídou a sestavovacím skriptem.  Projekty jsou tak připraveny ke 
spuštění testu. 
Jakmile jsou projekt a třída dekomprimovány, dojde ke spuštění sestavovacího 
skriptu pomocí třídy TestRunner. 
Dalším krokem v plánované úloze je kopírování vytvořených reportů do VFS, 
kde je pak můžeme zobrazit studentům. Ve smyčce procházíme všechny adresáře 
s projekty, a pokud nalezneme soubor s výsledkem, kopírujeme jej do VFS. Při 
kopírování nejprve vytvoříme prázdný soubor ve VFS. Vstupní soubor načítáme a 
posíláme do výstupního bajtového proudu, který zapíšeme do pole bajtu a toto pole 
následně zapíšeme do obsahu souboru ve VFS. 
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které kombinují HTML kód s Java kódem. Stránky jsou uloženy v modulu v adresářích 
/elements a /template a při importu modulu do OpenCms jsou stránky importovány také. 
Importované aplikační stránky najdeme ve VFS v adresáři /system v podadresáři 
modulu, a můžeme je dále kopírovat na požadované místo v adresáři představující náš 
web, nebo vytvářet jejich zástupce. 
 
Aplikační stránky můžeme podle jejich použití rozdělit do tří skupin tvořenými 
webovou šablonou, JSP stránkami použitými v šabloně a JSP stránkami používající 
části šablony.  
 
3.2.3.1 Vzhled webu  - šablona webu 
 
Šablona webu je základní JSP stránka našeho systému. Všechny ostatní stránky 
jsou na ni určitým způsobem napojeny. Šablona utváří vzhled webu, který je pak pro 
všechny stránky stejný, ucelený. Stránka je rozdělena do bloků, v kterých můžou být 
volány a zobrazeny další JSP stránky (viz.Obr.10.), obrázky nebo bannery. 
 
 
Obr.10. Šablona webu a její bloky 
 
První věc, kterou musíme udělat, chceme-li vytvořit šablonu pro OpenCms je 
import knihovny cms tagů do JSP stránky. Aby systém věděl, že stránka bude obsahovat 
cms značky, musíme na začátku každé vyvíjené JSP stránky použít deklaraci taglib. 
 
<%@ taglib prefix="cms" uri="http://www.opencms.org/taglib/cms" %> 
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Šablona je rozdělena do tří částí, elementů, podobně jako HTML stránka. Můžeme tedy 
použít elementy head, body a foot. Jednotlivé bloky jsou ve stránce rozlišeny značkou:  
 
<cms:template element="">  a ukončeny značkou </cms:template>. 
 
Do bloku head je zahrnuto vše, co si přejeme mít na stránce staticky, tedy přítomné 
v jakékoliv úrovni adresářové struktury našeho webu. V tomto bloku jsou zobrazeny 
loga školy a načteny JSP stránky, které jsou součástí šablony. Jde o stránky, které 
zobrazují navigační menu z různých adresářů ve VFS, a JSP stránku sloužící 
k přihlášení uživatele do systému. 
 
Blok body v šabloně má nastavenu vlastnost editovatelnosti na hodnotu true. V JSP 
stránce je tedy definován takto: 
 
<cms:include element="body" editable="true" /> 
 
To znamená, že v tomto bloku se zobrazí obsah z HTML stránky, která má přiřazenu 
šablonu webu. Obsah stránky je vytvářen ve VFS pomocí WYSIWYG editoru. Pokud 
bychom si zobrazily kód takto vytvořené stránky, viděli bychom, že k obsahu, který 
jsme vytvořily v editoru, byly přidány HTML značky a celý obsah se nachází právě 
v elementu body, kterému jsme v šabloně přiřadili vlastnost editable. 
 
Blok foot obsahuje patičku stránky. Patička je definována staticky v šabloně. 
 
Jak již bylo řečeno, v bloku head jsou tedy zobrazovány další JSP aplikační stránky. 
K volání stránek je použit cms tag: 
 
<cms:include file=" "/> 
 
Jednotlivé includy jsou navíc obaleny DIV značkami, kterým lze v main.css souboru 
nastavit požadované vlastnosti a pozice pro jejich zobrazení. Celá konstrukce tedy může 
vypadat třeba takto: 
 
<div id="nav"> 
      <cms:include file="../elements/menu-nav.jsp" /> 
 </div> 
 
A definice stylů v main.css souboru odpovídající tomuto divu může vypadat takto: 
 
#nav {width: 100%; float: left; background-color: #1270c8;} 
 
Všeobecně platí pravidlo, že čím máme v šabloně více includovaných prvků, 
hlavně tedy JSP stránek s nějakou funkcionalitou nebo JS25 aplikaci, tím více nám 
narůstá čas na zpracování a zobrazení obsahu celé šablony. Zátěžové testy prováděné na 
stránkách s „mohutnými“ šablonami ukazují, že i v takovém případě, je-li vývojář dost 
šikovný, se dostupnost stránek pohybuje kolem hodnoty 15 stránek/s. Samozřejmě také 
záleží na použitém hardwaru. 
 
 
                                                 
25 JS, JavaSkript 
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3.2.3.2 Uživatelská menu 
 
Funkcionalita aplikace je dotvářena systémem uživatelských menu, která 
zpřístupňují funkce systému a jeho obsah na webu. Uživatelská menu jsou volána 
v šabloně a zobrazena v rámcích, jejichž pozice je definována v CSS stylech (viz. Obr. 
10). Základem kódu navigace je smyčka procházející soubory v určitém místě ve VFS, 
a pokud soubor má být zahrnut do navigace, vytvoří na něj odkaz s navigačním textem a 
vypíše jej do HTML. Pomocí CSS stylů je u menu dosaženo příjemného vzhledu. 
 
3.2.3.2.1 Všeobecné menu 
 
 Všeobecné menu je menu, které se zobrazuje všem návštěvníkům webu, ať už 
registrovaným nebo neregistrovaným.  
 
menu-nav.jsp 
 
Tato aplikační stránka utváří všeobecné menu, a implementuje funkcionalitu 
tvorby menu ze složek v kořenovém adresáři našeho webu. Všechny adresáře nebo 
stránky nacházející se v adresáři /sites/www.is.ukoly.fekt.cz/, mohou být do této 
navigace zahrnuty, stačí jim přímo ve VFS pomocí kontextového menu přiřadit navigaci 
a definovat navigační text. 
 
3.2.3.2.2 Menu pro studenty 
 
 Přihlášeným studentům je zobrazeno menu, pomocí něhož mohou do systému 
nahrávat své projekty a zobrazit výsledky. 
 
projekty-nav.jsp 
 
Tato stránka implementuje tvorbu menu z adresáře /projekty. Struktura tohoto 
adresáře je vytvářena přímo z webu, a představuje jednotlivé učitelem zadané projekty. 
Stránka vytváří víceúrovňové menu. Stránky v podadresářích s přiřazenou navigací jsou 
zobrazeny pod nadřazenou složkou jako menu druhé úrovně. Implementace spočívá ve 
vytvoření listu s navigačními elementy na požadované pozici, z něhož jsou pak 
jednotlivé položky načítány a v menu zobrazovány jako odkaz. Pomocí CSS stylů je 
těmto odkazům přiřazen vzhled tlačítka. 
 
3.2.3.2.3 Menu pro učitele 
 
 Přihlášenému správci systému je na webu zobrazeno menu projektů a umožněno 
vkládat sestavovací skripty a testovací třídy. 
 
testy-nav.jsp 
 
Tato aplikační stránka vytváří menu z adresáře /testy v kořenovém adresáři 
webu. Menu je vytvářeno automaticky při zadávání projektu a zobrazuje se pouze 
správci systému Implementace je stejná jako v případě menu projektů, jen je navigační 
element získán na jiné pozici ve VFS. 
 
2 7  
 
3.2.3.3 Přihlášení uživatele 
  
 Z  nutnosti autentizovat na webu uživatele s rolí návštěvníka byla do šablony 
zakomponována přihlašovací stránka. 
 
login-element.jsp 
 
Tato stránka umožňuje uživateli přihlášení do systému. Nepřihlášeným 
uživatelům se zobrazí pole pro zadání loginu a hesla pro přihlášení. Je-li uživatel 
přihlášen, zobrazí se informace poskytující jméno přihlášeného. Stránka pracuje 
s instancí OpenCms třídy CmsJspLoginBean pomocí které dostaneme z JSP aplikační 
stránky všechny požadované informace o přihlášeném uživateli, kterého dále můžeme 
otestovat metodami isLoggedIn a isLoginSucces pro zjištění stavu přihlášení. 
 
3.2.3.4 Zadání nového projektu 
 
 Až do teď byly všechny stránky pouze součástí šablony a zobrazeny v některém 
jejím rámci. Teď budeme pokračovat se stránkami, které nepoužívají celou šablonu, ale 
volají pouze její elementy head a foot. Vlastní funkcionalitu mají tyto stránky 
implementovanou do těla HTML stránky. Tento blok tedy není editovatelný jako 
v případě použití šablony na HTML stránku. 
 
ucitel.jsp 
 
 Tato aplikační stránka poskytuje funkcionalitu vytváření projektů. Jejím 
základem v HTML je formulář, který obsahuje vstupní pole pro zadání názvu projektu a 
jména použitého pro navigaci. Ze stránky je po použití odesílacího tlačítka volána 
metoda createProjekt ze třídy GeneralUtils která ve VFS vytvoří adresářové struktury 
reprezentující zadaný projekt, a do ní nakopíruje další aplikační stránky. 
  
uploadtest.jsp 
 
Stránka je určena k nahrávání testovacích tříd do systému. Třída komprimovaná 
do ZIP souboru je pomocí metody uploadProjekt  ze třídy GeneralUtils  kopírována do 
složky projektu. Základem stránky je formulář s nastaveným kódováním typu 
multipart/form-data. Třída se při requestu postará o kopírování souboru z formuláře do 
VFS. 
 
uploadbuild.jsp 
 
Tato stránka má stejnou funkcionalitu jako předchozí a je určena k uploadu 
skriptů pro testování projektů. Sestavovací skripty jsou soubory typu XML, nejde tedy o 
binární soubory jako v případě zip, proto má kopírovaný soubor ve VFS nastaven typ 
obsahu na text.  
 
3.2.3.5 Registrace studenta 
 
 Studenti musí mít možnost se do systému zaregistrovat. Za tím účelem byla 
vytvořena aplikační stránka. 
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registerWebUser.jsp 
 
Stránka dovoluje registrovat se pouze studentům, kteří znají login a heslo 
registračního účtu vytvořeného speciálně pro tuto funkci. Jsou-li studenti pod tímto 
účtem přihlášeni, zpřístupní se jim stránka s formulářem k zadání dat pro registraci. 
Jakmile údaje odešlou, vytvoří se v systému nový účet podle zadaných parametrů 
s definovanou rolí návštěvník webu a ve VFS v adresáři /studenti se vytvoří adresář 
s názvem podle loginu uživatele, do kterého budou studenti nahrávat své projekty. Role 
návštěvník má v systému stejná práva jako obyčejný nepřihlášený návštěvník. Tedy 
žádná. Je to z důvodu zvětšení bezpečnosti systému. Studenti se nemohou přihlásit do 
editoru ani nemohou vytvářet nebo editovat obsah webu. Účty návštěvníků tak slouží 
pouze ke shromažďování informací o studentovi a studentovi zpřístupňují možnost 
nahrávání svého projektu do systému.  
  
3.2.3.6 Odevzdání projektu 
 
 Přihlášenému studentu je zpřístupněna možnost odevzdání projektu. Projekt je 
nahrán do osobní složky studenta. 
 
student.jsp 
 
Aplikační stránka sloužící k nahrávání studentských prací pomocí formuláře 
z webu. Základem je opět metoda uploadProjekt. Pár řádků výše sem napsal, že studenti 
nemohou vytvářet obsah VFS. To ale nekoresponduje s jejich možností nahrávat 
projekty. Problém je vyřešen ve třídě ISModuleAction, kde je při inicializaci získán 
admin objekt, který je pak v JSP stránce používán a umožňuje provést operaci uploadu i 
když uživatel nemá příslušná práva zápisu do VFS. Ve VFS je vytvořen v studentově 
adresáři podadresář podle toho, který projekt nahrává, a do něj je nakopírován ZIP 
soubor z formuláře obsahující studentův projekt. 
 
3.2.3.7 Zobrazení výsledků testu 
 
 Z testů jsou generovány zprávy o výsledcích, které jsou studentovy nabídnuty 
k nahlédnutí. 
 
result.jsp 
 
Stránka plní funkci zobrazení výsledků testování studentům. Po proběhnutí testu 
je u každého testu díky použité značce junireport v sestavovacím souboru vygenerován 
report v podobě HTML stránek. Tyto stránky jsou uloženy na serveru a tato aplikační 
stránka poskytuje odkazy na reporty přihlášeného uživatele.  
 
3.2.3.8 Definování automatických testů 
 
 Pro automatické testování studentských prací je definována plánovaná úloha. 
V OpenCms administraci je možnost plánovanou úlohu nastavit. Při definici použijeme  
třídu testScheduledJob implementované v modulu a zvolíme výraz pro kron. Ten určuje 
kdy nebo v jakých intervalech má být plánovaná úloha spuštěna.  
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3.2.3.8.1 Sestavovací skript 
 
Sestavovací skript má standardní formu. Jsou v něm definovány cíle při skládání 
projektu a závislosti mezi těmito cíly. Ant lze kombinovat s JUnit. To znamená, že 
můžeme do jednoho z cílů kompilace přidat cíl junit, v kterém definujeme testovací 
třídu aplikovanou na testovaný projekt. Cíl junitreport závisí na cíli junit a po jeho 
proběhnutí zapíše vygenerované výsledky z testování do adresáře /report, kde vytvoří 
HTML stránky s výsledky. Tyto stránky jsou hledány v aplikační stránce result.jsp. 
Generované stránky obsahují i soubor CSS stylů a v prohlížeči jsou zobrazovány 
v příjemném grafickém prostředí. 
 
 Ukázka struktury build skriptu: 
<?xml version="1.0" encoding="UTF-8"?> 
<project basedir="." default="test" name="PROJEKT_PARAM"> 
    <target name="compile"> 
      <javac debug="true" deprecation="true" destdir="." 
srcdir="."> 
       </javac> 
     </target> 
 
     target name="test" depends="compile"> 
       <junit printsummary="yes" haltonfailure="yes" fork="yes"> 
             <test name="cz.vutbr.fekt.testtrida"/> 
       </junit> 
     </target> 
 
  <target name="junitreport" depends="junit"> 
       <junitreport todir="./report"> 
             <fileset dir="report"> 
                 <include name="TEST-results.xml"/> 
              </fileset> 
              <report format="html" todir="./report"/> 
          </junitreport> 
      </target> 
</project> 
 
 
3.2.3.8.2 JUnit test 
 
Předmětem testování budou javovské třídy projektu. Pro každou třídu by měla 
vzniknout jedna testovací třída. Psaní testovacích tříd při vývoji aplikací má několik 
výhod, především v obchodní oblasti, kde jsme tlačeni termínem dokončení. Testy 
usnadňují a urychlují ladění programů a často jsou díky nim objeveny věci nedomyšlené 
při analýze. Samotné testovací třídy by tedy měly vznikat hned na začátku 
implementace projektu. 
 
Testovací třída je potomkem třídy TestCase z rámce JUnit [17]. JUnit obsahuje 
několik základních tříd pro testování a práci s testy. 
• Test – jde o rozhraní propůjčující testovacím třídám možnost spustitelnosti. 
• TestCase – hlavní rodič z kterého testovací třídy dědí vlastnosti. 
• Assert – třída sloužící k porovnávání předpokladů s výsledkem. Výsledkem 
jsou logické výrazy zapsané do testResult. 
3 0  
 
• TestResult – třída obsahující výsledky z testů, které můžeme zapsat do 
výstupního reportu. 
• TestSuite – je třída shromažďující testy, které se mají provést současně. 
Můžeme tak najednou otestovat několik tříd. 
 
Na začátku každého testu můžeme provést inicializaci a nastavení prostředí 
pomocí metody setUp(). Na konci testu zase po testu uklidíme metodou tearDown(). 
Testování je vhodné provést na všech public metodách testované třídy. Název testovací 
metody musí začínat na test. Pro jednu testovací metodu může být použito více 
testovacích tříd. Potom máme vytvořenu sadu testů. Taková sada se nejsnáze vytvoří 
pomocí třídy suite() s využitím Java reflection26. Tím máme do testovací sady zahrnuty 
všechny testX() metody. Pokud chceme zobrazit výsledky z TestResult v grafickém 
režimu, je otevřena aplikace zobrazující výsledky z JUnit testování. Pokud test 
spouštíme v textovém režimu, výsledky jsou vypsány v textové formě v konzoli. Ve 
spolupráci s Antem zapíšeme report z testování, tedy obsah TestResult třídy do 
výstupního souboru. 
 
Struktura JUnit testu: 
import junit.framework.*;  
 
public class junittest extends TestCase {  
    
    // metoda setUp nastavuje pocatecni hodnoty  
    protected void setUp() {  
 
    }    
    // metody, ktere se maji testovat musi zacinat na test, 
například…  
    public void testAdd() {  
    }  
    public void testEmptyCollection() { 
    } 
    public void testSubstract() {  
    } 
     
    // metoda definující sadu testů, které se mají provést 
    public static Test suite() { 
        return new TestSuite(junittest.class); 
    }  
    public static void main(String args[]) {  
        // textova verze testu  
        junit.textui.TestRunner.run(suite());  
          
        // graficka verze  
        // junit.swingui.TestRunner.run(junittest.class);  
}  
} 
 
 
 
 
                                                 
26 Java reflection, dynamické vytvoření sady podle předpokládaného názvu třídy 
3 1  
 
3.2.4 Obsah webu 
 
Po instalaci modulu musíme do OpenCms importovat obsah webu. Import se 
provádí podobně jako u modulu. Obsah je komprimován do ZIP souboru, který 
můžeme z administrace importovat do databáze. Komprimován je obsah celého webu se 
všemi adresáři, podadresáři a soubory.  
Kromě této možnosti existují ještě další dvě jak vytvořit obsah. Obsah je 
adresářová struktura ve VFS a základní funkci poskytovanou OpenCms aplikací je 
vytváření všemožných druhů prázdných souborů. Proto můžeme web a jeho obsah 
vytvořit ručně, HTML stránkám nastavit správné šablony a adresářům navigaci. 
Z modulu vytvoříme siblinky27 aplikačních stránek na požadovaných pozicích ve VFS a 
aplikaci můžeme používat. Třetí možností je vytvoření obsahu pomocí skriptu 
spuštěného v konzoli serveru. 
 
3.2.4.1 Struktura obsahu 
 
Každý samostatný web, který chceme v rámci jednoho OpenCms provozovat, 
musí být reprezentována vlastním adresářem v adresáři /sites kořenového adresáře 
OpenCms. V konfiguračním souboru OpenCms aplikace, opencms-system.xml, musíme 
weby dále definovat, aby o nich OpenCms vědělo. Tento soubor je jedním ze 
základních konfiguračních souborů a nalezneme v něm spoustu sekcí, které často 
můžeme definovat z administrace.  
 
Jak již bylo řečeno, web je představován adresářem ve VFS. V něm jsou 
podadresáře a další soubory. Při odkazu v prohlížeči na adresář ve VFS je standardně 
zobrazena index.html stránka v tomto adresáři, pokud jí samozřejmě obsahuje. Stránky 
mají přiřazenou šablonu z modulu webu, která jim propůjčuje požadovaný vzhled a 
funkci. Soubory v kořenovém adresáři, které mají nastavenu navigaci, jsou 
prostřednictvím odkazu nabízeny v horním horizontálním menu šablony, představované 
aplikační stránkou menu-nav.jsp. Můžeme tak dále vytvářet vlastní adresáře s vlastním 
obsahem, které přiřazením navigace zpřístupníme na webu. Navigace může být 
nastavena i samotným stránkám, dokumentům, siblinkům z modulu, záleží jen na 
požadavcích správce, co chce na webu prezentovat. 
Základními adresáři (viz Obr.11.), které přispívají k dosažení požadované 
funkcionality definované v zadání jsou /projekty, /studenti a /testy. V adresáři /projekty 
jsou další podadresáře, které vznikají při vytváření (zadávání) nových projektů do 
systému. Každý podadresář představuje jeden projekt a obsahuje aplikační stránky 
umožňující studentům nahrávat do systému své projekty a zobrazit si výsledky z již 
otestovaných projektů. Tento adresář neslouží ke shromažďování projektů, jen 
poskytuje funkce s projekty spojenými. Adresář a podadresáře mají nastavenu navigaci 
a na webu se přihlášeným studentům zobrazují v podobě menu. Adresář /studenti 
obsahuje složky všech studentů. Složka studenta vzniká při registrací nového studenta 
do systému a její název je stejný jako login studenta. Je to tak z důvodu zajištění dalších 
operací souvisejících se studentem a pro přehlednost. Adresář studenta obsahuje další 
podadresáře s názvy jednotlivých projektů. Obsahem těchto adresářů je kromě 
nahraného projektu i testovací třída a sestavovací skript, které se do adresáře přidají při 
uploadu projektu nakopírováním s adresáře testů. Adresář /testy tedy slouží pouze 
k uskladnění testovacích tříd a sestavovacích skriptu k jednotlivým projektům. Adresář 
                                                 
27 Siblink, zástupce z modulu 
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a podadresáře mají nastavenu navigaci a zobrazují se pouze administrátorovi, který 
pomocí něj může do systému vkládat testovací třídy a skripty. 
 
 
Obr.11. Adresářová struktura webu 
 
 
 
3.3 Bezpečnost aplikace 
 
Použitelnost aplikace závisí také na její schopnosti odolávat vnějším útokům.  
 
3.3.1 Systém uživatelů CMS řešení 
 
Bezpečnost celého systému je zajištěna sofistikovaným a rozšířitelným 
systémem uživatelů a jejich práv. Nové uživatele může vytvářet jen administrátor, a 
podle přidělené skupiny jsou jim přidělena i oprávnění v systému. Přístup do 
administrativního rozhraní mají pouze administrátoři, redaktoři a šéfredaktoři systému. 
Obyčejní návštěvníci, můžou být i registrovaní pod účtem Guest, mají přístup pouze 
k prezentační části systému. Kromě toho lze od OpenCms verze 7 u každého účtu 
definovat uživatelské role. Mezi tyto role patří například správce účtů systému, správce 
VFS datových zdrojů a další. Správce systému tak může vytvářet ještě více variabilní 
uživatelské účty. 
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3.3.2 XSS 
 
XSS28 útoky jsou vedeny na dynamické aplikace v její prezenční části. Tyto 
útoky na aplikaci mohou vzniknout v případě špatně ošetřených vstupů.  Neošetřené 
vstupy mohou obsahovat nebezpečný kód, který je zaslán jako část požadavku a systém 
na něj může odpovědět jeho vykonáním, např. jeho perzistencí do datového úložiště 
odkud může být v budoucnu spuštěn, úpravou vzhledu webu nebo krádeží 
přihlašovacích údajů. Data ze vstupů jsou ve formuláři zpracovány HTTP29 POST 
metodou. Požadavek je předán aplikačnímu kontejneru, kde je členěn na jednotlivé části 
(HTML hlavička, URL30, data…). HTML specifikace ve verzi 4.0 obsahuje kolem 250 
speciálních znaků, z nichž mezi nejvíce používané v XSS útocích patří <, >, [, ], {, }, &, 
a %.  Útočník může využít těchto znaku a mnoha dalších ke konstrukci sekvencí 
ohrožujících systém. Webový prohlížeč tyto konstrukce obdrží jako součást požadavku 
a vykoná je. 
 
3.3.2.1 Nejčastější použití XSS útoků 
 
XSS útoky pokrývají velkou oblast použití. Mezi nejčastější útoky patří: 
• Odcizení uživatelových cookies31. Útočník vloží na web skript, která 
shromažďuje uživatelovy cookies a zasílá je zpět útočníkovy. Ten tak může 
získat uživatelova citlivá data, např. číslo kreditní karty. 
• Útočník vloží na web nevyžádaný odkaz, pomocí kterého přesměruje 
uživatele na jiný web, kde může získat jeho osobní bezpečnostní informace. 
• Sledování uživatelského vstupu. Útočník použije skript monitorující 
uživatelský vstup a odesílající citlivá data. 
• Útočník může nahrát na webový server skript, který systém obelstí. Ten jej 
pokládá za důvěryhodný a provede jeho spuštění. Útočník tak získá přístup 
k serveru. 
• Útočník může změnit obsah zobrazený na webu. 
• Útočník použije pro vložení skriptu logování aplikace. Skript může být 
vykonán, je-li logování zobrazeno v HTML formuláři. 
 
3.3.2.2 Obrana před XSS 
 
Před XSS útoky lze systém bránit několika způsoby. Jejich použití se odvíjí od 
požadovaných vlastností systému. 
 
Prevence 
 
Před XSS útoky se můžeme jednoduše bránit, zakážeme-li na webovém serveru 
skriptování. Ne vždy to však lze provést, někdy je skriptování potřebné k zajištění 
funkcionality systému. 
                                                 
28 XSS, Cross-Site Scripting 
29 HTTP, Hyper Text Transfer Protocol 
30 URL, Uniform Resource Locator, jednotný lokátor zdrojů 
31 Cookies, soubory s nastavením 
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Omezení délky řetězce 
 
 Pokud na výstupu aplikace budeme očekávat pouze řetězec několika málo 
znaků, můžeme na vstupu jeho délku omezit a zabránit tak možnosti vložení XSS 
skriptu. 
 
Kontrola formátu – filtrování 
 
Kontrola formátu vstupů se používá, pokud víme, že vstup bude obsahovat 
pouze určitý typ dat, např. pouze čísla. Nejúčinnějším způsobem ochrany před XSS je 
filtrování nebezpečných znaků ze vstupu. Abychom mohli data úspěšně filtrovat, musí 
být v HTML formuláři definována použitá znaková sada. Pokud by toto nebylo 
provedeno, útočník by mohl vložit nebezpečný kód v jiné znakové sadě, kterou by filtr 
nerozpoznal.  
  
Například 
 
   final String filterPattern="[<>{}\\[\\];\\&]"; 
   String inputStr = s.replaceAll(filterPattern," "); 
 
 nahradí znaky definované ve filtru mezerou. 
 
Překódování 
 
Metoda filtrování nám odstraní nevyžádané znaky nebo je nahradí jinými. Pokud 
ale například píšeme příspěvek do vývojářské diskuze osahující zdrojová kód, chceme, 
aby se na webu objevil v korektní formě. V tu chvíli nezbývá nic jiného, než využít 
překódování. Při něm potenciálně nebezpečné znaky převádíme pomocí znakových 
referencí do jejich zobrazované podoby. Např. > je nahrazeno &gt, < &it a podobně. Při 
překódování je využíváno vlastnosti, že webový server a webový prohlížeč si mezi 
sebou vyměňují data v proudech bajtů a až webový prohlížeč je podle předem 
definované znakové sady převede na sérii znaků. Prohlížeč tak místo nebezpečného 
kódu obdrží neškodný znak. 
 
 Například řetězec 
 
 <script> alert("Hello Script Injection"); </script> 
 
 je transformován do podoby 
 
 &#60&#115&#99&#114&#105&#112&#116 
        &#62&#32&#97&#108&#101&#114&#116 
        &#40&#34&#72&#101&#108&#108&#111 
        &#32&#83&#99&#114&#105&#112&#116 
        &#32&#73&#110&#106&#101&#99&#116 
        &#105&#111&#110&#34&#41&#59&#32 
        &#60&#47&#115&#99&#114&#105&#112 
        &#116&#62 
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3.3.2.3 Implementace v aplikaci 
 
 Při výběru obrany aplikace před XSS útoky bylo přihlédnuto k poskytované 
funkcionalitě. Protože aplikace neobsahuje možnost použití diskusního fóra ani 
nepředpokládá vkládání speciálních skriptovacích znaků kamkoli do vstupu, bylo 
použito HTML filtrování nevyžádaných znaků nebo značek. 
 
3.4 JPlag 
 
  JPlag [13] je systém hledající podobnosti v sadách souborů obsahujících 
zdrojové kódy (viz. Obr.12.). JPlag neporovnává pouze čistý bytový text, ale zaměřuje 
se na syntaxi programovacích jazyků a strukturu programu. Tím je zaručena velká 
úspěšnost při hledání podobností v kódu, i když se plagiátor snaží podobnosti maskovat. 
Typické použití systému JPlag je při porovnávání studentských prací, které mohou 
obsahovat zcizené části kódu. Kromě toho systém plní i psychologickou funkci a jeho 
použití odrazuje studenty od kopírování prací. 
 
Výsledky lze porovnávat buď podle maximální podobnosti, nebo průměrné 
podobnosti. JPlag neporovnává programy přímo znak po znaku, ale převádí části kódu 
(řádky) na charakteristické znaky. Tím je ošetřeno případné studentovo přepisování 
názvů proměnných v programu a maskování podobností, protože vygenerované 
charakteristické znaky nezávisí na těchto názvech. 
 
Příklad: 
 
 Java kód     Charakteristické znaky 
public class test {     BEGIN_CLASS 
 public static void main(String[] args){ VAR_DEF, BEGIN_METHOD 
 int i = 0;     VAR_DEF, ASSIGN 
 Systém.out.println(i);    APPLY 
 }      END_METHOD 
}       END_CLASS 
 
 
  
Obr.12 Ukázka porovnání tříd v JPlagu 
3 6  
 
3.4.1 Použití JPlagu 
 
  JPlag je webová služba (aplikace).  Pro její chod je potřeba mít v systému 
nainstalované JRE.  Dále musíme mít nainstalovanou službu JWSDP32. K JPlag službě 
je potřeba se zaregistrovat a počkat, dokud nám administrátor JPlag systému nezřídí 
účet. Pokud chceme používat JPlag detekci na studentských projektech, máme dvě 
možnosti, jak toho dosáhnout. 
 
3.4.1.1 JPLag klient 
 
 Tohoto klienta si můžeme stáhnout z JPlag serveru a nainstalovat ho v systému. 
Po jeho spuštění následuje přihlášení registrovaného uživatele k JPlag službě.  Klient 
poskytuje grafické uživatelské rozhraní, ve kterém definujeme nastavení JPlag klienta. 
Konkrétně jde o cesty k studentským pracím, které jsme na server exportovali pomocí 
OpenCms funkce statického exportu, a koncovku souborů, které mají být porovnávány. 
Protože předpokládáme porovnávání prací více studentů a pouze jednoho projektu, a dle 
navrženého mechanismu má každý student práce uloženy v samostatných adresářích 
představující určitý projekt, musíme v JPlag klientovy definovat podadresář se jménem 
názvu projektu, z něhož chceme zdrojové kódy porovnávat. 
 
Příklad adresářové struktury pro naši aplikaci: 
 
<submission-dir>“adr-
tomcat“/webapps/opencms7/export/sites/is.ukoly.fekt.vutbr.cz/studenti 
 <students-dir>/ 
  <sub-dir>/“nazev-projektu“  
   java<suffix> 
 
Adresář <students-dir> obsahuje všechny podadresáře představující jednotlivé 
studenty a <sub-dir> definuje projekt, který bude porovnáván. Názvy projektů 
odpovídají názvům projektů ve VFS, které určuje učitel při zadávání projektu. <Suffix> 
určuje, že budou porovnávány pouze soubory s koncovkou java. 
 
3.4.1.2 Implementace klienta v aplikaci 
 
 JPlag nabízí základní rámec pro komunikaci s JPlag serverem, který můžeme 
volně používat při vývoji jiných aplikací. Rámec obsahuje popis rozhraní, který musí 
být přidán do JWSDP webové služby. Dále obsahuje základní třídy pro práci s tímto 
rozhraním. Jejich přeložením získáme JAR knihovnu, kterou nakopírujeme do knihoven 
OpenCms. 
 V aplikaci byla vytvořena třída projektClient, obsahující metodu main, po jejímž 
spuštění je provedena JPlag detekce.  Funkce vytvořené třídy je stručně řečeno taková, 
že třída nejprve získá JPlag objekty a nastaví uživatelské jméno a heslo uživatele 
registrovaného k JPlag službě. Poté vytvoří ZIP soubor obsahující vektorové objekty 
z adresářů a souborů definovaných k porovnávání. Tento ZIP soubor je nahrán na JPlag 
server a ve smyčce se čeká na výsledky z porovnávání. Jsou-li výsledky dostupné, jsou 
opět stáhnuty v podobě ZIP souboru ze serveru do systému do definovaného adresáře. 
                                                 
32 JWSDP, Java Web Service Developer Pack, služba instalovaná do aplikačního serveru a inicializovaná 
při jeho spuštění, umožňuje používat klient-server aplikace. 
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 Funkčnost implementovaného klienta nebyla zcela ověřena, jelikož JPlag má 
velmi striktní pravidla pro udělování přístupu k jejich službě. Přístup není přidělován 
studentům, dokonce ani při uvedení důvodu požadavku za účelem psaní diplomové 
práce. 
 Pro zprovoznění je potřeba ve třídě AutomatictestingScheduledJob definovat 
přístupové a spouštěcí argumenty, především uživatelské jméno a heslo, zdrojový 
adresář, výstupní adresář a další podle požadavků. 
 
 
Například : 
 
final String[] args = new String[2]; 
args[0] = "-user login"; 
args[1] = "-pass password"; 
projektClient.main(args);  
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4 Testování 
 
 Testování aplikace tvoří nedílnou součást jejího vývoje. Jako vývojář jsem 
musel provádět testování průběžně tak, jak byly vyvíjeny jednotlivé části systému. 
Testování je tedy součástí ladění programu. Po implementaci kompletní funkcionality 
aplikace bylo potřeba provést kompletní test systému. Proto bylo nutné navrhnout 
testovací scénář, který v jednotlivých krocích pokrývá celou funkcionalitu systému. 
 
Testovací scénář: 
 
Vyučující:  
a) Přihlášení 
b) Zadání projektu, vytvoření nového projektu 
c) Nahrání testovací třídy do projektu 
d) Nahrání sestavovacího skriptu do projektu 
 
Student-registrace: 
e) Přihlášení pod účtem student 
f) Registrace studenta do systému 
 
Student: 
g) Přihlášení na webu, nemá vstup do editoru 
h) Odevzdání projektu 
 
Učitel: 
i) Export projektů 
j) Nastavení plánované úlohy 
 
Student: 
k) Prohlížení výsledků 
 
Bezpečnost aplikace: 
l) Studentům není umožněn přístup do editoru 
m) Zabezpečení formulářů na webu před nebezpečnými skripty 
 
 
 
Ad a) Přihlášení do systému z webu probíhá pomocí aplikační stránky login-
element.jsp. Ta je napevno umístěna v šabloně. Po přihlášení učitele bylo zobrazeno 
navigační menu zadávání projektů. 
 
 
3 9  
 
 
Obr.13. Přihlášení učitele na webu 
 
Ad b) Učitel vytváří nový projekt z webu pomocí menu editace projektů. Po výběru 
možnosti zadání nového projektu byla učiteli nabídnuta možnost zadání názvu projektu 
a navigačního textu. Po odeslání požadavku byl nový projekt v systému vytvořen, a 
učitelovi zpřístupněno nahrávání testovacích tříd a sestavovacích skriptů, a studentovy 
nahrání svého projektu pod daný projekt. 
 
 
Obr.14. Zadání nového projektu 
 
Ad c,d)  Po zadání nového projektu byla do menu editace projektů přidána nová položka 
představující zadaný projekt. Tato položka obsahuje podmenu pro nahrání testovací 
třídy a sestavovacího skriptu. 
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Obr.15. Menu zadaného projektu 
 
Ad e, f) Studenti se do systému registrují prostřednictvím speciálního účtu sloužícímu 
k registraci nových uživatelů (studentů) do systému. Nejprve proběhlo přihlášení pod 
registračním účtem, a poté byla zpřístupněna aplikační stránka sloužící k registraci 
studenta. Zde byly vyplněny jednotlivé položky představující informace o uživateli a po 
odeslání požadavku byl v systému vytvořen nový studentův účet zařazený do skupiny 
návštěvníků a současně byl ve VFS vytvořen studentův adresář. 
 
 
Obr.16. Registrace nového uživatele 
 
Ad g) Po přihlášení studenta do systému pomocí účtu vytvořeného při registraci bylo 
studentovi zobrazeno menu projektů, které v systému vytvořil učitel. 
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Obr.17. Menu po přihlášení studenta 
 
Ad h) Přihlášenému studentovi bylo umožněno do projektu, který zadal učitel, nahrát 
svůj projekt komprimovaný do ZIP souboru. Projekt byl uložen do jeho adresáře ve 
VFS. 
 
 
Obr.18. Odevzdání projektu  
 
Ad i) Pro testování projektu je nutné exportovat projekty, testovací třídy a sestavovací 
skripty z VFS na server. Export souborů byl proveden pomocí funkce statického 
exportu přístupné v administraci systému. 
 
Ad j) Nastavení plánované úlohy probíhá v administraci OpenCms. Pro její definici bylo 
použito třídy implementované v modulu webu, která provádí automatické testování 
projektů, a výraz pro Cron, který určuje čas spuštění plánované úlohy. 
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Obr.19. Nastavení plánované úlohy 
 
Ad k) Prohlížení výsledku z automatických testů v aplikaci zprostředkovává aplikační 
stránka result.jsp. Ta obsahuje odkazy na HTML stránky, které jsou výstupem z testu. 
 
 
Obr.20. Stránka s odkazy na výsledky 
 
 
Obr.21. Výsledky z JUnit testu 
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Ad l) Bylo ověřeno, že do editoru se dostanou pouze uživatelé s právy vyššími, než má 
registrovaný návštěvník, tedy student. 
 
Ad m) Bylo ověřeno, že při použití nebezpečných skriptů ve vstupních formulářích jsou 
tyto skripty ze vstupu díky HTML filtraci odstraněny a ponechán je pouze čistý text, 
který není systému nijak nebezpečný. 
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5 Závěr 
 
Cílem práce bylo vytvořit informační systém, který bude usnadňovat a 
automatizovat kontrolu studentských prací. Zároveň musí učiteli poskytovat možnost 
vytvářet a zadávat do systému práce, které budou moci studenti následně odevzdávat. 
Toto bylo splněno, což dokazuje provedené testování aplikace. 
Dále měla být aplikace integrována se systémem JPlag pro detekci plagiatorství. 
Toho bylo dosaženo implementováním třídy sloužícím jako JPlag klient při komunikaci 
s JPlag serverem. 
Dalším požadavkem bylo dostatečné zabezpečení aplikace před možnými útoky. 
Toto bylo splněno použitím HTML filtru filtrujícího vstupy od nebezpečných kódů, a 
systémem uživatelských rolí, který je implementován v OpenCms a omezuje přístup do 
editační části systému. Testování studentských prací probíhá pomocí testovacích tříd a 
sestavovacích skriptů, které do systému nahrává učitel (administrátor). Proto nebylo 
předpokládáno, že by se v těchto souborech objevil nebezpečný kód. 
Kromě požadavků definovaných v zadání splňuje aplikace i další kritéria 
kladená na moderní webovou aplikaci. Jedním z nejdůležitějších kritérií je modularita 
systému. Ta umožňuje systém jednoduchým způsobem dále rozšiřovat a přidávat tak 
nové funkce. Dalším požadavkem bylo intuitivní ovládání aplikace. Toho bylo 
dosaženo systémem šablon a rozvržením ovládacích prvků a menu při návrhu vzhledu 
webových stránek a použitím CMS řešení výrazně usnadňujícím editaci a administraci 
celého webu. 
Ve světě sice existují rozsáhlé CMS systémy, ale jejich zaměření je většinou 
omezeno pouze na úkony spojené s redakční činností. Oproti nim tato práce navíc 
přináší další možnosti spojené především s registrací, odevzdáváním a automatickým 
testováním studentských prací vyvíjených v Javě. Neobvyklá je také přímá spolupráce 
aplikace s Antem, která tvoří základ automatického testování. 
Pří vývoji aplikace jsem plnil role několika lidí odpovědných za vývoj projektu 
v softwarových firmách, od analytika přes vývojáře a webdesignera až po testera. 
Vytvořená aplikace dokazuje, že je možné vytvořit použitelný moderní webový systém 
v režii jediného člověka. 
Další rozšíření aplikace už záleží jen na fantazii a schopnostech vývojářů. Za 
úvahu stojí například modul diskusního fóra, modul novinek, kalendář nebo třeba 
emailová notifikace. 
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PŘÍLOHY 
 
CD-ROM 
 
Adresář/podadresář Obsah 
/cz.fekt.ukoly.is.www Adresář s aplikací, obsahuje ZIP soubory 
s modulem a obsahem připravené 
k importu do OpenCms. 
/dokumentace Pdf a docx soubor s textem diplomové 
práce. 
/cz.fekt.ukoly.is.www/system Zdrojové soubory balíku modulu (jsp a 
java soubory). 
/cz.fekt.ukoly.is.www/knihovny Knihovny přidané do OpenCms. 
/cz.fekt.ukoly.is.www/JPlag Zdrojové soubory JPlag klienta. 
/cz.fekt.ukoly.is.www/priklad_pro_test Příklad JUnit testu. 
 
 
