This contribution proposes a link between the specification of supervisory controllers by Sequential Function Charts (SFC) and the verification of embedded systems with hybrid dynamics. The SFC are transformed into modular timed automata using a procedure based on graph grammars. The resulting controller model is composed with a hybrid automaton (with possibly nonlinear continuous dynamics) that models the plant behavior. In order to verify safety properties of the composed system algorithmically, a tool implementing the recently proposed approach of counterexample guided model checking is employed. The procedure is illustrated for a processing system example.
Introduction
While Sequential Function Charts (SFC) are increasingly used to specify and to implement supervisory controllers for industrial applications, the rigorous analysis of SFC programs in conjunction with plant models is still an open issue. Since supervisory controllers often include routines to account for safety-relevant plant situations (as e.g. shutdown procedures in case of equipment malfunction), a demand for systematic analysis of supervisory controllers clearly exists. In recent years, different approaches to formally verify controllers given as SFC have been proposed 1, 2, 3, 4, 5 . The common property of these approaches is that they either only involve very simple plant models given as finite or timed automata, or that plant models are not used at all. Clearly, the avoidance of safety-critical plant states or the attainment of plant goals can only be verified when a sufficiently detailed representation of the plant behavior is considered; finite and timed automata can be too coarse or too conservative for this purpose.
This paper thus follows the idea of connecting a supervisory controller that is initially specified as an SFC to a general class of hybrid automata. The SFC is transformed into a timed automaton, the latter is composed with a hybrid automaton modeling the plant, and safety properties of the composition are verified by model checking. Complexity is a crucial point in verifying hybrid systems with nonlinear continuous dynamics -for an efficient verification in this case, we employ the technique of abstraction-based and counterexample-guided verification, as introduced in 6 .
The Verification Procedure
The overall scheme of the verification procedure described in this paper is shown in Fig. 1 . The first design step is to specify the supervisory controller based on a set of requirements and an intuitive understanding of the plant behavior. Sequential Function Charts are used at this stage since they have an increasing importance for implementing supervisory controllers for many industrial applications in the processing and manufacturing industries. SFC are particularly suited to formulate sequential behavior, and to distinguish between alternative and parallel (simultaneous) executions. According to the standard IEC-61131- This controller model is transformed into a set of automata to make it amenable to model-checking. To account for the time-dependency of actions, timed automata (TA) are chosen as the target format (see Sec. 3). The relevant part of the plant behavior is formulated by a hybrid automata according to 8 , restricted to the case that all invariants and guards are polyhedral sets and that the reset functions are linear. The communication between the controller and the plant model is realized by synchronization in the direction from the plant to the controller, and by shared variables for the control actions. The modular model is then transformed into a single composed hybrid automaton since this is the required input format of the tool performing abstraction-based and counterexample guided model checking 9 . If the verification reveals that the composed hybrid automaton satisfies all relevant requirements, the original SFC model of the controller represents the supervisory controller to be implemented. Otherwise the counterexample corresponding to the requirement violation is examined in order to identify in which respect the SFC controller has to be modified. 
Transformation of Sequential Function Charts into Timed Automata
The transformation of SFC into TA requires a clear semantics of the SFC. While the standard 7 does not precisely define the execution for all cases, we refer here to the semantics defined in 10 . Based on this definition, a transformation into timed automata was proposed in 5 . The idea of this procedure is to use a graph grammar to first partition the SFC into syntactical units. Such a unit is either a sequence of steps and transitions including alternative branches or a block representing parallel branches of the SFC. By scanning the SFC controller in a top-down manner, a structure of these two types of units is generated and represented as a modular timed automaton model: each of the units is mapped into a single timed automaton, and the activation of the automata according to the execution of the SFC is established by synchronization. The state-transition structure of the automata follows directly from the step-transition sequences of the SFC. The transition conditions, which involve either inputs from the plant or internal variables of the SFC, are expressed by synchronization, too. Finally, the actions associated with the steps are introduced in the corresponding automata, considering that clocks and time conditions have to be used where the SFC contains time-dependent action qualifiers. While the procedure in 5 explicitly models the cyclic scanning mode in which SFC are executed on programmable logic controllers, we here employ the simplified scheme proposed in 11 . It considers the scanning mode only if an event from the plant model is received, and transforms delays resulting form the cycle time into modified timing conditions of the TA. Abstracting from the scanning mode when no plant events are received leads to an automaton structure with considerably reduced size, while the model still is conservative.
Algorithmic Verification
Once the model of the embedded control system is obtained as a hybrid automaton, the method of abstraction-based and counterexample-guided model checking can be applied. The principle of this technique for verifying safety properties can be summarized as follows 6 : An initial abstract model given as a finite automaton is obtained from abstracting away all continuous dynamics. Applying model checking to the abstract model identifies behaviors (the counterexamples) for which the latter violates the safety property. In a validation step, it is analyzed for these particular behaviors if corresponding counterexamples exist also for the hybrid automaton. If this applies, the procedure terminates with the result that the hybrid automaton does not fulfil the safety requirement. If no (further) counterexamples are obtained or none of the counterexamples can be validated for the hybrid automaton, the safety of the latter is proved. The validation step involves the evaluation of the continuous dynamics of the hybrid automaton, i.e. sets of reachable hybrid states are determined for locations encountered along the counterexample. Each time a counterexample is invalidated, the information about enabled or disabled transitions (according to the reachable hybrid states in the respective locations) is used to refine the abstract model. It has been shown for a number of examples that this procedure can reduce the effort spent on computing reachable hybrid sets considerably (compared to standard methods). The implementation of this method 9 includes two additional features to improve the efficiency of analysis: (a) The validation step comprises a hierarchy of four different techniques which differ in the ability to refute a transition for the hybrid automaton, and in the computational cost required for their application. The objective is to employ these techniques in the order of increasing costs, to refute counterexamples with the lowest cost possible. (b) As an alternative to arbitrary polyhedra, the tool includes the possibility to represent the reachable set by a series of oriented hyper-rectangles 12 . This option usually leads to a relatively small number of bounding faces required to represent the (over-approximation of the) reachable set. Since the reach set computation involves one optimization per face, the computation is relatively smaller than for arbitrary polyhedra (while the overapproximation is adaptable).
Application
In order to illustrate the complete procedure, it is applied to the case study of a batch evaporation system 13 . As shown in Fig. 2 (left part) , the system consists of two tanks (T1, T2) with heating devices, a condenser with cooling (C1), connecting pipes with valves (V1, V2, V3) and a pump (P1), as well as different sensors for liquid levels (LIS), temperatures (TI), and concentration (QIS). The intended operation is to evaporate liquid from a mixture in T1 until a desired concentration is reached, to collect three batches of the product in T2, and empty the latter afterwards through P1. The right part of Fig. 2 shows a possible SFC-controller which not only accounts for the desired procedure (left branch) but also includes exception routines (right branch) for the cases of heating breakdown in T1 (error1) and malfunction of the cooling device (error2). Since the SFC controller contains two time-dependent actions (marked by 'D#200s' and 'DS#200s'), it is transformed into timed automata following the procedure sketched in Sec. 3. Figure 3 shows the states and transitions of the automata that represent the SFC structure, including the synchronization labels start and finish.
One possible verification objective is to check whether the controller avoids safety critical states, which are a critically high or a critically low temperature of the mixture in T1, for the two failure cases. Assuming that a condenser malfunction occurs while the evaporation in T1 runs and T2 is partly filled, the relevant plant behavior can be restricted to three phases: P1 -heating in T1 while T2 is drained, P2 -draining of T2 without heating in T1, P3 -transferring the content of T1 into T2. The corresponding hybrid automaton contains nonlinear differential equations for the temperature of the liquid in T1, as well as the liquid levels in T1 and T2. The verification procedure described in Sec. 4 is applied to the composition of all automata. As Fig. 4 shows, a critically low temperature of 338 K is not reached before T1 is emptied, i.e., it can be concluded that the SFC-controller works as desired for this configuration. This result is obtained within a computation time of around one minute on a PC with a 1.8 GHz Pentium-4 CPU.
Conclusions
The connection of methods for modeling logic controllers as SFC and for verifying hybrid automata offers the possibility to systematically check if the controller satisfies requirements formulated for the hybrid plant behavior. The obvious objective is to create a complete tool chain from the controller specification as SFC to the verification. At present, we have an implementation that converts controllers modeled in an SFC editor into TA, and Matlab routines for the verification of hybrid automata. Implementing the procedure of composing the TA model of the controller with the hybrid automaton in Matlab is a subject of current work.
