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V okviru diplomske naloge smo preučili možnosti vizualizacije rezultatov 
modeliranja hidravličnih dinamičnih sistemov v okviru programa Matlab. Ker smo 
vizualizacijo želeli dopolniti tudi z video posnetki, smo kot ustrezno orodje izbrali 
program VEGAS Movie Studio. 
 
V uvodnem poglavju diplome smo najprej opisali naloge, ki so motivirali delo. 
Sledi opis pomembnejših značilnosti programa VEGAS Movie Studio. 
 
Nato smo podali podrobnejšo predstavitev štirih hidravličnih sistemov. Posebej 
natančno smo opisali prvega med njimi. Gre za hidravlično pilotno napravo, ki se 
nahaja v Laboratoriju za avtomatiko in kibernetiko Fakultete za elektrotehniko 
Univerze v Ljubljani. Za to napravo smo podrobno opisali izvedene korake 
kombiniranega pristopa k modeliranju. Sledi opis realizacije animacije ter razširitev 
ilustracije delovanja, ki je podprta z ustrezno pripravljenimi video posnetki. 
 
Poglavja 3 do 5 slonijo na predstavitvi različnih načinov delovanja hidravlične 
pilotne naprave AMIRA 200 DTS. V omenjenih poglavjih smo najprej opisali že 
nasvete uravnotežene modele izbranih načinov delovanja, nato pa smo predstavili tudi 
razvoj funkcij za animacijo izbranih sistemov. 
 
Razvite datoteke smo uredili s pomočjo grafičnega vmesnika tako, da lahko 
uporabnik na preprost način opazuje učinke modeliranja in vizualizacijo, hkrati pa tudi 
najde datoteke, ki so poskrbele za izbran prikaz. 
 
Ključne besede: modeliranje, simulacija, analiza, animacija, vizualizacija, 









In this diploma thesis, we examined the possibilities of visualizing of  modelling 
results regarding hydraulic dynamic systems in the programme Matlab. We 
investigated also the options of combination of animation results with video 
presentation of the real system. For this goal also the programme VEGAS Movie 
Studio was used as a suitable tool for needed operations. 
 
In the introductory chapter the tasks that motivated this work are presented. This 
is followed by a description of the most important features of the programme VEGAS 
Movie Studio. 
 
Then four hydraulic systems are introduced. Very detailed description of the first 
one is given in the Chapter 3. This is a hydraulic pilot device located at the Laboratory 
of Control Systems and Cybernetics  at  the Faculty of Electrical Engineering, 
University of Ljubljana. For this device all needed design steps are described when 
using combined modelling approach. This is followed by a description of the 
developed animation results and  also by the illustration how combined presentation is 
possible taking into account both developed animation results and video presentations 
of the real system operation. 
 
Chapters 3 to 5 present different operation modes of the AMIRA 200 DTS 
hydraulic pilot device. In these chapters first corresponding mathematical models are 
described, while later on also all developed programmes are given and illustrated with 
corresponding animation results.  
 
To enable user friendly observation of the operation of all developed programme 
files graphical user interface was generated. The user can observe all the features of 
developed modelling results and corresponding visualization by simply pushing the 
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1. Uvod 
Pri študiju delovanja sistemov se pogosto poslužujemo modeliranja in simulacije 
[1-3]. S pomočjo rezultatov modeliranja spoznavamo lastnosti obravnavanega sistema. 
V primeru linearnih in časovno nespremenljivih sistemov lahko številne lastnosti 
določimo s pomočjo samega modela (enosmerno ojačenje, poli, ničle, časovne 
konstante, stabilnost, vodljivost, spoznavnost, ...). Pri nelinearnih in časovno 
spremenljivih sistemih pa predstavlja najsplošnejši pristop k analizi simulacija, ki jo 
seveda pogosto uporabljamo tudi v primeru linearnih sistemov. 
 
K modeliranju običajno pristopamo na tri različne načine: s pomočjo 
teoretičnega modeliranja, s pomočjo eksperimentalnega modeliranja, ki ga pogosto 
imenujemo tudi identifikacija ter s kombinacijo obeh pristopov [1]. Modele na 
teoretičen način gradimo tako, da sistem v mislih razčlenimo na enostavnejše 
podsisteme, sledi zapis ravnotežnih enačb za vsakega od podsistemov ter dodaten opis 
lastnosti elementov posameznih podsistemov. Končno določimo še vrednosti 
parametrov sistema. 
 
Za  izvajanje identifikacije mora sistem seveda obstajati, saj omenjeni pristop 
zahteva eksperimentiranje s sistemom. Najprej je potrebno izbrati primeren vhodni 
signal, izvesti eksperiment z izbranim vhodnim signalom in izmeriti odziv sistema. Na 
osnovi izvedenih meritev skušamo ob uporabi izbranega algoritma določiti 
matematični model, ki se bo obnašal čim bolj podobno realnemu sistemu. Vrednotenje 
modela je potrebno vedno realizirati pri drugačnih signalih, kot smo ga uporabljali v 
fazi izgradnje modela.  
 
V primerih, ko zakonitosti, ki se jim obravnavani sistem podreja, relativno dobro 
poznamo in sistem obstaja pa se lahko odločimo tudi za kombinacijo obeh omenjenih 
pristopov. Pri tem največkrat pristopamo tako, da s pomočjo teoretičnega modeliranja 
v model vključimo čim več znanja o sistemu (pogosto je to struktura sistema, včasih 
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tudi vrednosti nekaterih parametrov), manjkajoče podatke (večkrat so to vrednosti 
nekaterih parametrov modela) pa določimo s skrbnim načrtovanjem in izvedbo 
eksperimentov na sistemih. 
 
Ena najzahtevnejših faz modeliranja je zagotovo vrednotenje modela, ki je v prvi 
vrsti odvisno od namena uporabe modela. Vrednotenju moramo podvreči vse korake 
načrtovanja modela, hkrati pa se moramo ves čas zavedati tudi namena uporabe 
modela. Vrednotenje modela pogosto vključuje tudi primerjavo izmerjenih odzivov 
sistema in načrtanih modelov pri enakem vzbujanju. Pri tem lahko uporabimo tudi 
različne numerične kriterije. Omenimo dva med njimi. Prvi je Theilov koeficient [1,4]: 
 
𝑇𝐼𝐶 =












ysi...i-ti vzorec izmerjenega signala, 
 
ymi... i-ti vzorec izračunanega odziva modela, 
 
n... število vzorcev, ki jih  opazujemo. 
 
Za dobro prilagajanje odziva modela k izmerjenemu odzivu mora biti Theilov 
koeficient čim bližje vrednosti 0. 
 


















Za dobro ujemanje odziva modela odzivu sistema mora biti FIT funkcija čim 
bližje vrednosti 1. 
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K dobremu razumevanju delovanja sistema pa tudi k vrednotenju dinamičnega 
modela lahko močno pripomore tudi ustrezna animacija. V današnjem času, ko postaja 
tehnologija vse naprednejša in cenena lahko tako razumevanje kot vrednotenje še 
dodatno izboljšamo tudi s pomočjo video tehnologije. 
 
V diplomski nalogi smo preučevali delovanje hidravličnih sistemov različne 
kompleksnosti: univariabilne in multivariabilne sisteme različnih redov, pri čemer smo 
upoštevali, da so pripadajoči modeli lahko nelinearni, v bližini izbranih delovnih 
pogojev pa tudi linearizirani. Pri svojem delu smo uporabili dva programa: Matlab [5] 
in VEGAS Movie Studio [6].  
 
V drugem poglavju smo opisali osnovne značilnosti programa VEGAS Movie 
Studio. Predstavili smo tudi vse operacije, ki smo jih v nadaljevanju uporabili pri 
prikazu delovanja izbranega hidravličnega sistema. 
 
Sledijo poglavja 3 do 6, ki predstavljajo univariabilne hidravlične sisteme 
prvega, drugega in tretjega reda ter multivariabilen sistem tretjega reda. 
 
Posebno pozornost smo posvetili sistemu v tretjem poglavju, saj gre za 
modeliranje in prikaz delovanja pilotne naprave ELWE. Za omenjeni sistem smo 
podobno opisali razvoj dveh matematičnih modelov, izvedbo animacije v Matlabu pa 
tudi video predstavitev delovanja sistema. Za univariabilne sisteme drugega in tretjega 
reda ter za multivariabilni sistem tretjega reda z dvema vhodoma in dvema izhodoma 
smo pripravili funkcije za animacije, ki temeljijo na predhodno razvitih matematičnih 
modelih za sistem AMIRA DTS 200. 
 
Za predstavitev delovanja omenjenih sistemov smo pripravili veliko število 
datotek, katerih uporabo  smo omogočili tudi preko grafičnega vmesnika, katerega 







Izhodiščno in ostala grafična okna so pripravljena na naslednji način. Prav na 
vrhu, v imenu slike, je razvidno v oklepaju ime datoteke, ki je povzročila prikaz 
opazovanega okna (levak.m). Sledi opis imena oziroma naslov trenutno odprtega okna, 
pod njim so pripravljeni gumbi, ki lahko povzročijo izvajanje nakazanih možnosti. Če 
kateri ni aktiven to pomeni, da v delovnem prostoru Matlaba še ni vseh potrebnih 
podatkov, ali prikazana možnost še ni na voljo. 
 
V spodnjem okvirju pripravljeni gumbi omogočajo končanje dela (konec), 
vrnitev na prejšnji nivo (nazaj) ali povzem na začetek (začetek) ter zapis informacij, 
ki se nanašajo na trenutni nivo (info). 
 
V izhodiščnem grafičnem oknu (glej sliko 1.1) so gumbi osrednjega dela 
razdeljeni v štiri stolpce. Gumbi prvega stolpca so namenjeni razvoju in predstavitvi 
pričujočega dela. Uporabnik lahko na primer s pritiskom na gumb diplomsko delo 
opdre pdf-datoteko z vsebino pričujočega dela. Gumbi drugega stolpca (Problem 1 – 
Problem 4) so namenjeni prikazom rezultatov modeliranja obravnavanih hidravličnih 
sistemov. Učinke pritiska na posamezne gumbe bomo podrobneje opisali v 
nadaljevanju. S pritiskom na gumbe tretjega stolpca lahko opazujemo kratka pojasnila 
 
Slika 1.1: Izhodiščno grafično okno, ki omogoča uporabniško 
prijazno pregledovanje vseh pripravljenih datotek 
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uporabe samega Matlaba (o Matlab-u), Simulinka (o Simulink-u), Orodja za analizo in 
načrtovanja vodenja sistemov (o CST) in Orodja za analizo in načrtovanje 
multivariabilnih sistemov (o MFD). 
 
S pomočjo gumbov v zadnjem stolpcu pa lahko uporabimo Orodje za analizo in 
vrednotenje uni in multivariabilnih sistemov [7,8]. Omenjene funkcije so razčlenjene 
v štiri nivoje. Prva skupina (analiza OZ) je namenjena analizi izhodiščnega modela 
sistema. Druga skupina (analiza ZZ) omogoča analizo zaprtozančnega sistema. 
Uporabljamo lahko tudi absolutno vrednotenje (abs. vrednotenje), ki je namenjeno 
preverjanju rezultatov vodenja glede na zastavljene cilje načrtovanja. S pomočjo 
pritiska na gumb relativno vrednotenje (rel. vrednotenje) pa lahko primerjamo različne 
rezultate načrtovanja vodenja med seboj. 
 
Na koncu, v zaključku smo na kratko povzeli pomembnejše rezultate naloge, 
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2. VEGAS Movie Studio 
Vegas Movie Studio je program, s katerim lahko urejamo in ustvarjamo video 
posnetke. Program razvija podjetje MAGIX. Zadnja različica, ki smo jo uporabljali, 
nosi oznako 16.0 Platinum. Obstaja tudi program Vegas Pro, ki je nadgradnja Vegas 
Movie Studia, vendar je za naše potrebe zadostoval že osnovni Movie Studio paket. 
Vegas Pro je namenjen za obsežnejše in zelo zapletene projekte. 
 
Program lahko na svoj računalnik namestimo s spletne strani podjetja [6]. 
Produkt lahko preizkusimo s 30 dnevnim poskusnim rokom, ali pa ga kupimo. Po 
namestitvi se na nemizju ustvari pripadajoča ikona. S klikom na ikono startamo 
izvajanje programov. 
 
2.1. Vstavljanje video posnetkov v VEGAS Movie Studio 
Ob zagonu programa se odpre okno, kot je prikazano na sliki 2.1. 
 
Slika 2.1: Pojavno okno 
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Uporabnik ima možnost nadaljevati delo na predhodno shranjenih projektih (npr. 
kliknemo na mesto označeno s puščico a), ali pa se odloči za nov projekt. V ta namen 
lahko kliknemo na mesto z oznako Widescreen (projekt bo prilagojen napravam 
prikazovanja s širokim zaslonom različnih dimenzij), sledi še pritisk na oznako Close, 
ki to okno zapre. Na zaslonu ostane odprto okno, kot ga ilustrira slika 2.2. 
V nadaljevanju želimo prikazati, kako je mogoče s pomočjo programa VEGAS 
Movie Studio (VMS) realizirati različne oblike primerjave dveh izbranih video 
posnetkov. 
 
Oba video posnetka naložimo tako, da kliknemo »Add Media...« in izberemo 
video posnetka, ki bi ju radi obdelali (Slika 2.2). 
 
Ko izberemo prvi video posnetek se pojavi pojavno okno (Slika 2.3), ki nas 
vpraša, če želimo projekt prilagoditi karakteristikam video posnetka. Priporočljivo je, 
da kliknemo »Yes«, saj se tako projekt sam prilagodi formatu in značilnostim, ki jih 
ima video posnetek. 
Slika 2.2: Izhodiščno okno projekta 
Slika 2.3: Pojavno okno 
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Če smo vse uspešno naredili, se nam v bazi video posnetkov prikažeta oba 
vnešena video posnetka (Slika 2.4). Prav tako se prikažeta na časovni premici. V 
nadaljevanju bomo potrebovali tudi dimenzije video posnetka, ki so odvisne od 
kamere. S klikom na video posnetek v bazi video posnetkov izberemo video posnetek 
in odčitamo podatke dimenzij. V prikazanem primeru so dimenzije posnetkov 
3840x2160 (Slika 2.4). 
Končni video posnetek bomo izvozili v dimenzijah 1920x1080, zato moramo v 
nastavitvah projekta to tudi nastaviti. Levo zgoraj kliknemo »Project« in nato 
»Properties...« (Slika 2.5).  
Slika 2.4: Informacije osnovnega menija 
Slika 2.5: Prikaz poti do nastavitev 
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V novem oknu pod opcijo »Template« izberemo »HD 1080-24p (1920x1080, 
23.976 fps)« in kliknemo »OK« (Slika 2.6).  
V primeru, ko zvočni del posnetka ne potrebujemo, ga lahko odstranimo. To 
naredimo tako, da na tipkovnici pritisnemo in zadržimo črko »U« in z miško kliknemo 
na zvočni del video posnetka. Če smo pravilno naredili, se rob okna zvočnega posnetka 
obarva rumeno. Nato na tipkovnici pritisnemo tipko »delete« in izbrišemo zvočni del 







Slika 2.6: Pojavno okno »Project properties« 
10 VEGAS Movie Studio 
 
V prikazanem primeru želimo doseči sočasen prikaz izvajanja obeh posnetkov, 
zato ju postavimo enega pod drugim. Tako se bosta lahko predvajala hkrati. Kliknemo 
na video posnetek na časovni premici in ga povlečemo na dno, da se ustvari še ena 
vrstica z video posnetki. Oba posnetka nato povlečemo na začetek časovne premice 
(Slika 2.8). 
  
Slika 2.8: Osnovna postavitev video posnetkov 
Slika 2.7: Izbris zvočnega dela posnetkov 
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2.2. Primerjava dveh video posnetkov s transparentnostjo 
En možen način kako primerjati dva posnetka je, da se posnetka prikrivata in 
izvajata sočasno pri čemer je en posnetek nekoliko prosojen kot ilustrira slika 2.9. 
 
Objekta, ki ju opazujemo in primerjamo, sta si različna medtem, ko ozadje ostaja 
enako. Tako lahko direktno primerjamo dogajanje na enem  in na drugem posnetku. 
 
Ko imamo oba posnetka na željenem mestu, kliknemo na srednji modri gumb 
zgornjega posnetka in ga povlečemo za 50% navzdol. Slika 2.10 prikazuje lokacijo 
modrega gumba in slika 2.11 prikazuje opazno spremembo v predogledu. 
 
Slika 2.10: Lokacija modrega gumba 
Slika 2.9: Sočasen prikaz dveh posnetkov, 
pri čemer je eden prosojen 
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Po premiku gumba lahko opazimo, da se na predogledu pojavljajo obrisi drugega 
video posnetka (Slika 2.11). Ponavadi se primerjave video posnetkov časovno ne 
usklajujejo, zato moramo poskrbeti za ustrezno zakasnitev video posnetka, kateri se 
začenja predvajati prehitro. Na tak video posnetek kliknemo, zadržimo klik, in ga 




2.3. Vzporedna primerjava dveh video posnetkov drug ob drugem 
Naslednji način za primerjavo dveh posnetkov je, da ju namestimo enega zraven 
drugega, kot prikazuje slika 2.12. 
Slika 2.11: Opazna sprememba v predogledu 
Slika 2.12: Primerjava eden ob drugem 
VEGAS Movie Studio 13 
 
Ko imamo pripravljena oba video posnetka, na enem izmed video posnetkov 
kliknemo na gumb »Event FX...« (Slika 2.13).  
Odpre se pojavno okno »Video Event FX«. Pod možnostmi »Present« kliknemo 
padajoči meni in izberemo »16:9 Widescreen TV aspect ratio«, kot prikazuje slika 
2.14. 
Nato preverimo podatke dimenzij in način snemanja, saj bomo morali pravilno 
definirati območje prikaza prvega in drugega posnetka.  
 
Slika 2.13: Lokacija gumba »Event FX« 
Slika 2.14: Pojavno okno »Video Event FX« 
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Definiramo daljšo in krajšo dimenzijo in ugotovimo, ali je način snemanja 
pokončen ali vodoraven. V našem primeru je daljša dimenzija 3840, krajša dimenzija 
pa 2160 točk način snemanja je pokončno.  
Upoštevajoč tabelo 2.1 lahko določimo vrednosti območja prikaza. 
 
Tabela 2.1: Določanje vrednosti prvega video posnetka 
 Pokončno snemanje Vodoravno snemanje 
X Center Krajša stranica Daljša stranica 
Width / 2*Daljša stranica 
Height Daljša stranica / 
 
Določiti bomo morali vrednosti horizontalne osi (X Center), širino (Width) in 
dolžino (Height) območja prikaza za prvi video posnetek. Vrednosti za vertikalno os 
(Y Center) ni potrebno spreminjati, saj se območje prikaza na začetku samo postavi v 
središče videa in posledično ostaja »Y Center« pravilna vrednost v vsakem primeru.  
 
V našem primeru je snemanje pokončno, zato vpišemo vrednosti krajše 
dimenzije (2140) v »X Center«. Vrednost daljše dimenzije (3840) pa v »Height«. 
Širino »Width« v našem primeru ni potrebno nastavljati, saj se samodejno nastavi 
glede na dimenzijo dolžine posnetka. 
Zapremo okno in postopek ponovimo še za drugi posnetek. Tabela 2.2 prikazuje 
način določanja vrednosti drugega video posnetka. 
Slika 2.15: Lokacija za vnos vrednosti prikaza 
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Tabela 2.2: Določanje vrednosti drugega video posnetka 
 Pokončno snemanje Vodoravno snemanje 
X Center 0 0 
Width / 2*Daljša stranica 
Height Daljša stranica / 
 
Parametre območja prikaza za drugi posnetek določimo podobno kot za prvi, le 
da tukaj vpišemo v »X Center« vrednost »0«. 
 
V predogledu lahko opazimo primerjavo video posnetkov drugega ob drugim 
kar je ilustrirano na sliki 2.16.  
 
2.4. Izvoz 
Ko smo zadovoljni s primerjavo v predogledu, lahko izvozimo video posnetek. 





Slika 2.16: Primerjava v predogledu 
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Pojavi se nam novo pojavno okno. Pod možnostmi Formats izberemo »Video for 
Windows« in pod »Templates« izberemo »HD 1080-24p YUM«.  
 
Na koncu še definiramo ime videa ter pot, kamor bo program shranil dokončan 
video in kliknemo gumb »Render« tako kot prikazuje slika 2.18. 
 
Po nekaj minutah obdelave si lahko ogledamo končni video posnetek na shranjeni 
lokaciji. 
 
Slika 2.17: Pot za izvoz video posnetka 
Slika 2.18: Pojavno okno »Render As« 
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3. Problem 1 
Kot smo omenili v uvodnem poglavju, želimo prikazati nekatere možnosti 
animacije ter ilustracije delovanja dinamičnih sistemov s pomočjo video posnetkov na 
skupini izbranih hidravličnih problemov. V Laboratoriju za avtomatiko in kibernetiko 
Univerze v Ljubljani je nameščenih veliko pilotnih naprav, ki so namenjene študiju  in 
preučevanju modeliranja, simulacije in vodenja, med katerimi je tudi nekaj 
hidravličnih sistemov. 
 
Ena najprepoznavnejših tovrstnih naprav je hidravlični sistem ELWE, ki je 
ilustriran na sliki 3.1.  
Slika 3.1: Hidravlična pilotna naprava ELWE 
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Pomen oznak na sliki 3.1 je naslednji: 
 
A... rezervar z vodo 
 
B... ročni ventil 
 
C... oznaka vodne črpalke, ki se nahaja za plastičnim ohišjem 
 
D... Napajalnik s stikalom, ki omogoča preklop med ročnim vzbujanjem in 
vzbujanjem črpalke z zunanjim signalom 
 
Osrednji del sistema je prikazan na desnem delu slike 3.1. Gre za plastično-
prozoren rezervar v katerega lahko natakamo vodo s pomočjo vodne črpalke, ki jo 
lahko vzbujamo z napetostnim signalom v območju od 0 do 10V. Na iztočni cevi 
rezervarja je nameščen ročni ventil. 
 
Sistem je opremljen s senzorjem višine vode v rezervarju. Izhodni signal 
rezervarja je tudi v območju od 0V (ko je rezervar prazen) do 10V (ko je rezervar 
poln). Signal senzorja lahko povežemo z diodami, ki so nameščene na desni strani 
rezervarja in dodatno nakazujejo spreminjanje nivoja vode. 
 
Levi del sistema na sliki 3.1 je napajalnik sistema. Na tem delu je nameščeno 
tudi stikalo, ki omogoča preklop med ročnim vzbujanjem črpalke in vzbujanjem 
črpalke z zunanjim signalom. 
 
Omenimo, da se ob napravi nahaja osebni računalnik, v katerem so nameščeni 
tudi analogno-digitalni (A/D), oziroma digitalno-analogni (D/A) pretvorniki, ki 
omogočajo povezavo naprave z računalnikom. Na omenjenem računalniku se nahaja 
program Matlab s številnimi orodji med katerimi je tudi Simulink. V knjižnici 
Simulink so dodani programski bloki, ki omogočajo uporabo shranjenih A/D in D/A 
pretvornikov. Nato lahko z napravo preko omenjenih blokov izvajamo poskuse na 
identičen način, kot s simulacijskim modelom.  
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3.1. Teoretično modeliranje osrednjega sistema 
Kadar se lotimo gradnje matematičnega modela opazovanega sistema, ga zaradi 
boljše predstave pogosto prikažemo tudi shematično, hkrati pa vpeljemo oznake 
opazovanih veličin. Shematski proces naprave in oznake opazovanih veličin so 
ilustrirane na sliki 3.2. 
Pomen oznak na sliki 3.2 je naslednji: 
 
ϕvvh(t)... dotok vode v rezervar [m3/s] 
 
h1 (t)... višina vode v rezervarju [m] 
 
ϕvizh(t)... iztok vode iz rezervarja 
 
S... prečni presek rezervarja [m] je konstanten vzdolž celotne višine rezervarja 
 
V1... ročni ventil  
 











Slika 3.2: Shematski prikaz hidravličnega sistema ELWE 
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Pogosto lahko pričakujemo (če proizvajalec ne podaja dodatnih informacij), da 
imajo ventili korensko karakteristiko, kar pomeni, da za iztočni pretok lahko zapišemo: 
 
𝜙𝑚𝑖𝑧ℎ(𝑡) = 𝐾𝑣 ∗ √ℎ1(𝑡) (3.2) 
 












∗ 𝐾𝑣 ∗ √ℎ1(𝑡) 
(3.3) 
Odločili smo se, da med obratovanjem sistema nastavljenega odprtja ventila ne 
bomo spreminjali, kar pomeni, da v trenutni fazi modeliranja lahko predpostavimo, da 
je Kv konstanta, ki jo bomo lahko določili s poskusom na sistemu, ko se bo sistem 








kjer smo s prečno črto nad veličinama označili vrednost izhodnega volumskega 
pretoka ϕvizh in višine vode h1 v ustaljenem stanju. 
 
3.2. Modeliranje senzorja in črpalke 
Shematično lahko delovanje celotnega sistema ELWE prikažemo z bločnim 
diagramom na sliki 3.3. 
Na sliki 3.3 predstavlja u(t) napetost vzbujanja vodne črpalke, y(t) pa je 
napetostni signal senzorja. 
 
Glede na počasne odzive osrednjega procesa, ki jih bomo predstavili v 
nadaljevanju se zdi upravičena predpostavka (seveda jo bomo skušali v nadaljevanju 
tudi ovrednotiti), da je mogoče dinamične lastnosti vodne črpalke in senzorja nivoja 
Slika 3.3: Bločni diagram celotnega sistema ELWE 
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vode zanemariti. Vseeno pa je potrebno ugotoviti, kakšni sta preslikavi med signaloma 
h1(t) in y(t), ter u(t) in ϕvvh(t).  
 
3.2.1. Lastnosti senzorja 
Ojačenje senzorja lahko nastavljamo z gumbom na čelni plošči sistema. 
Nastavili smo ga tako, da je pri višini vode v rezervarju h1 = 10cm, ki je tudi najvišji 
dopustni nivo pri delovanju opazovanega sistema, izhodni signal senzorja dosegel 
vrednost 10V. V primeru, ko je rezervar prazen in je torej h1 = 0cm, je vrednost  
izhodnega signala y = 0V. Nato pa smo izmerili še vrednosti signala y pri različnih 
vrednostih h1, kot prikazujeta tabela 3.1 in slika 3.4. 
 



















 h1 [cm] y [V] 
1 0 0 
2 1 1,292 
3 2 2,231 
4 3 3,171 
5 4 4,107 
6 5 5,08 
7 6 6,064 
8 7 7,037 
9 8 7,977 
10 9 8,981 
11 10 10 
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Rezultati meritev v tabeli 3.1 in na sliki 3.4 kažejo, da je karakteristika precej 
blizu linearni. Če predpostavimo linearne razmere, potem za senzor velja enačba: 
 
 𝑦 = 𝑎𝑠1 ∗ ℎ1 + 𝑏𝑠1 
(3.5) 
 








𝑏𝑠1 = 0 𝑉 
(3.7) 
 
Lahko enačbo (3.5) predstavimo tudi grafično, kot je ilustrirano na sliki 3.4. 
Glede na dokaj dobro ujemanje obeh krivulj, smo se odločili, da enačbo 3.5 ustrezno 
opisuje lastnosti senzorja. 
3.2.2. Lastnosti črpalke 
Vodna črpalka glede na velikost napetosti vzbujanja generira volumski pretok 
ϕvvh(t) s katerim polnimo rezervar. Pričakovati je, da pri večjem vzbujanju dosežemo 
tudi večji dotok. 
 
Slika 3.4: Karakteristika višine vode v rezervarju 
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Ker je prečni pretok rezervarja konstanten in enak S je pričakovati, da če iztočni 
ventil V1 popolnoma zapremo in nastavimo konstantno vzbujanje vodne črpalke, bo 
dotok vode s časom linearno naraščal, prav tako pa bo linearno naraščal tudi volumen 
vode v rezervarju. Če torej pred pričetkom eksperimenta izmerimo višino vode v 
rezervarju (označimo jo s h1(0)), nato nastavimo vhodno napetost na konstantno 
vrednost u in izmerimo, kolikšno višino vode je dosegla po času Δt (označimo jo s 










Na osnovi serije takšnih poskusov smo zgradili tabelo 3.2, ki opisuje 



























= 7,6 𝑐𝑚2 
 (3.9) 
 
Grafični prikaz rezultatov iz tabele 3.2 je ilustriran tudi na sliki 3.5 skupaj z 
ocenjeno linearno karakteristiko vodne črpalke: 
 
 
Tabela 3.2: Karakteristika vodne črpalke 
 u [v] ϕvvh [cm3/s] 
1 0 0 
2 1 0 
3 2 0 
4 3 0 
5 4 0.3816 
6 5 0.6539 
7 6 0.9666 
8 7 1.2686 
9 8 1.5636 
10 9 1.9689 
11 10 2.0913 
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𝜙𝑣𝑣ℎ(𝑡)  = 𝑎č1 ∗ ℎč1 + 𝑏č1 
(3.10) 
 















3.3. Kombinirano modeliranje sistema 
Pri modeliranju obravnavanega sistema smo si zadali nalogo, da bomo razvili 
nelinearen in linearizirani model. Linearizirani model naj bi predstavljal delno 
aproksimacijo nelineariziranega modela in realnega sistema v bližini izbranih delovnih 
pojavov, tako da bo mogoče na osnovi te informacije načrtati zaprtozančno vodenje. 
Od nelinearnega sistema pa si želimo, da bi predstavljal ustrezen opis delovanja 
sistema v širšem območju delovanja, ne le v bližini izbrane delovne točke. 
 
Slika 3.5: Karakteristika vodne črpalke 
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Da bi določili konstanto Kv nelinearnega in lineariziranega modela, smo 
realizirali tri ponovitve poskusa s sistemom, kjer smo vhodni signal izbrali takšen kot 
je prikazan na sliki 3.6. 
 
Na osnovi razmer, ki so predstavljene na slikah 3.6 in 3.7 vidimo, da je vrednost 
vhodnega signala v izbrani delovni točki: 
 
?̅? = 5𝑉 (3.13) 





Vrednost izhodnega signala v delovni točki pa je: 
 
𝑦 = 1.85𝑉 (3.15) 
ℎ = 1,85𝑐𝑚 (3.16) 
Slika 3.7: Napetostni signal vzbujanja u(t) in pripadajoči pretok ϕvvh(t) 
Slika 3.6: Trije izmerjeni odzivi in izračunana srednja vrednost pa so prikazani     
                 na sliki 3.7. 
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Linearizacijo razvitega nelinearnega modela je mogoče realizirati na več 
različnih načinov [1,2,4]. Glede na poznavanju lastnosti sistema se zavedamo [1,2,4], 

































Ks1... enosmerno ojačenje, 
 
τ... časovna konstanta, 
 
Δh1(t)... odstopanje višine vode iz delovne točke, 
 
ϕvvh(t)... odstopanje dotoka vode iz delovne točke 
 
Seveda pri tem veljajo naslednje relacije [1,2,4]: 
 
𝑢(𝑡) = ?̅? + 𝛥𝑢(𝑡) (3.21) 
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𝛷𝑣𝑣ℎ(𝑡) = 𝛷𝑣𝑣ℎ̅̅ ̅̅ ̅̅ + 𝛥𝛷𝑣𝑣ℎ(𝑡) (3.22) 
ℎ1(𝑡) = ℎ1̅̅ ̅ + 𝛥ℎ1(𝑡) (3.23) 
𝑦(𝑡) = ?̅? + 𝛥𝑦(𝑡) (3.24) 
Vrednosti vseh signalov lahko prikažemo, kot vsoto signalov v iskani delovni 
točki (te smo označili s prečno črto med signalom) in z odstopanjem signala iz delovne 
točke (to smo označili z Δ pred oznako veličine). 
 
Na osnovi poznavanja lastnosti linearnega sistema 1. reda lahko iz meritev na 
sliki 3.7 določimo tudi parametre lineariziranega modela kot: 
 
𝐾𝑠1 = 1.7 
(3.25) 
𝜏 = 120𝑠 (3.26) 
 
Predstavljeni nelinearni in linearizirani model smo simulirali ob uporabi 
vhodnega signala, kot je prikazan na sliki 3.6. Odziva obeh modelov sta v primerjavi 
s srednjo vrednostjo izmerjenega odziva prikazani na sliki 3.8. 
Opazimo, da se odziv nekoliko razlikuje od teoretičnega. To je posledica 
neponovljivosti delovanja vodne črpalke. Črpalka je cenena, nima reguliranega 
pretoka, poleg tega pa pri pretoku nastajajo zračni mehurčki, ki dodatno slabšajo 
ponovljivost poskusov. Zato na osnovi odprtozančnih poskusov boljšega ujemanja ne 
moremo doseči. 
 
Slika 3.8: Srednja vrednost izmerjenih odzivov in odziva nelinearnega in 
lineariziranega modela pri vzbujanju, kot je prikazano na sliki 3.8 
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3.4. Zaprtozančno delovanje sistema 
Linearne sisteme pogosto uporabljamo tudi za namene načrtovanja vodenja. Ker 
imamo v našem primeru opravka  s poznanim sistemom prvega reda, smo se odločili, 
da bi delovanje sistema preizkusili tudi pri zaprtozančnem delovanju ob uporabi 
proporcionalno-integrirnega (PI) regulatorja, katerega prenosno funkcijo lahko 
zapišemo na naslednji način: 
 
𝐺𝑃𝐼(𝑠) = 𝐾𝑝 +
𝐾𝐼
𝑠












Odločili smo se za izbiro TI enako časovni konstanti sistema [11]: 
 
𝑇𝑖 = 𝜏 = 120𝑠 
(3.28) 
 


















































∗ 𝑠 + 1
=
1
𝜏𝑧𝑧 ∗ 𝑠 + 1
  
kjer smo z G1(s) označili prenosno funkcijo med napetostnim signalom vzbujanja in 
napetostnim signalom iz senzorja, s Ks1 pa ojačenje med prej omenjenima signaloma. 
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Faktor N je potrebno izbrati tako, da pri predvidenih spremembah referenčnega 
signala oziroma motenj regulirni signal ostaja v dovoljenem območju delovanja. V 








= 2,353 (3.33) 
 
Pri izvedbi načrtanega vodenja na realnem sistemu, oziroma na nelinearnem 
modelu moramo paziti, da je regulator podvržen enakemu signalu, kot pri načrtanem 
linearnem sistemu. Bločni diagram vodenja linearnega modela in realnega sistema 
oziroma nelinearnega modela je prikazan na slikah 3.9 in 3.10. 
 
Slika 3.10: Vodenje lineariziranega modela 
Slika 3.9: Vodenje realnega sistema ali nelinearnega modela 
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𝑦 = 𝑎č ∗ ℎ1𝑙 + 𝑏č 
(3.36) 
 
Uspešnost načrtovanja ilustrira slika 3.11. Na zgornjem diagramu so primerjalno 
prikazani referenčni signal (svetlo modro), srednja vrednost odziva realnega sistema 
(rožnato), odziv nelinearnega (temnejše modro) in odziv lineariziranega modela 
(rdeče). Na spodnjem diagramu pa so predstavljeni pripadajoči regulirni signali. 
Slika 3.11: Zaprtozančno delovanje realnega sistema, nelinearnega in 
lineariziranega modela 
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Na diagramu lahko opazimo, da se odziv nelinearnega modela dobro prilega 
odzivu realnega sistema. Odziv lineariziranega sistema pri prvi pozitivni stopnici raste 
počasneje kot pri nelinearnem modelu, oziroma kot pri sistemu, medtem ko pri 
negativni stopnici pada hitreje. Pri simulacijski realizaciji lineariziranega modela 
nismo dodali omejevanja regulirnega signala, da smo ohranili linearno predstavitev. 
Očitno so nelinerne lastnosti vodne črpalke tudi v območju delovne točke še zelo 
izrazite. 
 
Ker so signali sistema v primeru zaprtozančnega delovanja drugačni od tistih pri 
odprtozančnem delovanju, jih lahko uporabimo tudi za vrednotenje načrtanih 
modelov. Na osnovi prikazanih rezultatov je jasno, da bi lahko modele lahko še 
nekoliko izpopolnili. 
 
Naš cilj v tej fazi načrtovanja pa ni bil usmerjen v odpravljanje ugotovljenih 
pomanjkljivosti, ampak v razvoj prikaza delovanja tega sistema s pomočjo animacije 
in v primerjavi animacije z video posnetki realnega sistema. 
 
3.5. Animacija sistema 
Eno od možnosti izvedbe animacije dinamičnih sistemov v Matlabu predstavlja 
uporaba simulacije s pomočjo orodja Simulink ter tako imenovna S-funkcija, ki 
omogoča poseganje v delovanje Simulinka. 
 
S-funkcija [5,9,10] je uporabniško definirana funkcija in jo najdemo med 
simulacijskimi bloki v knjižnici orodja Simulink. Funkcijo lahko napišemo v 
osnovnem jeziku Matlab ali pa v programskem jeziku kot so C, C++, ali Fortran. To 
omogoča razširitev sposobnosti Simulinka.  
 
V splošnem se S-funkcije uporabljajo za ustvarjanje novih simulacijskih blokov 
v Simulinku, za ustvarjanje gonilnikov za strojno opremo drugih naprav, vključevanje 
obstajajoče C kode v simulacijo ter razširitev funkcionalnosti simulacije dinamičnih 
sistemov. Zelo uporabne pa so lahko tudi pri izvedbi animacije sistemov, za katere 
smo določili ustrezne matematične modele. 
 
Odločili smo se, da bomo animacijo obravnavanega sistema realizirali s pomočjo 
S-funkcije, ki jo bomo napisali v Matlabovem jeziku. Funkcijo tovrstnega tipa, ki je 
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Na levi strani se nahajajo izhodi funkcije, na desni pa njeni vhodi.  
 
Spremenljivka f predstavlja ime S-funkcije, t je vektor časa, x je vektor stanj 
simulacijskega bloka S-funkcije, u predstavlja vektor vhodov v simulacijski blok, 
flag je zastavica, ki določa, kako se bodo izvajale sekvence simulacije, p1, p2,... 
predstavljajo vhodne parametre funkcije. 
 
Pri izhodih pa spremenljivka sys predstavlja izhodno spremenljivko, ki vrne 
ustvarjene argumente na podlagi izvedene kode v S-funkciji. Vrednosti, ki se vrnejo, 
so tako odvisne od vrednosti parametra flag, oziroma zastavice. 
 
S-funkcija je sestavljena iz večih sklopov kode, ki se izvajajo v odvisnosti od 
vrednosti spremenljiveke flag. 
 
- flag = 0: Ob prvem izvajanju S-funkcije, se najprej zastavica postavi 
na vrednost 0 in se izvede del kode za inicializacijo S-funkcije. Pri inicializaciji 
Simulink vključuje knjižnice, definira število vhodnih in izhodnih signalov, definira 
podatkovne tipe signalov in čase vzorčenja ter naredi prostor v pomnilniku. 
- flag = 1: Nato, sledi izračun odvodov zveznih stanj dx/dt = f(x,u). 
Rezultati se zapišejo v spremenljivko sys. 
- flag = 2: Sledi posodobitev vektorja diskretnih stanj in po potrebi še 
posodobitev računskega koraka.  
- flag = 3: Sledi izračun izhodnih signalov y = f(x,u), ki se priredijo 
izhodnemu vektorju sys. 
- flag = 4: Nato pa sledi še izračun absolutnega časa naslednjega 
računskega koraka. 
- flag = 9: Ko pa se simulacija konča, se zastavica oz. spremenljivka 
flag postavi na vrednost 9. Ta del kode je namenjen za končen izris grafov izhodnih 
spremenljivk. Zastavice med 5 in 8 niso v uporabi.  
 
Spremenljivka x0 predstavlja začetne vrednosti vektorja stanj, torej vrednosti 
stanj, ko je spremenljivka flag enaka 0.  
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Spremenljivka str (State Ordering String) mora pri S-funkcijah prvega tipa oz. 
nivoja ostati prazna matrika.  
 
Spremenljivka ts pa vsebuje dva elementa, ki predstavljata periodo računskega 
koraka in zamik računskega koraka od prejšnega izračuna. 
 
Na začetku S-funkcije moramo klicati funkcijo simsizes. 
sizes = simsizes; 
Funkcija vrne strukturo šestih polj sizes z informacijo o S-funkciji. Nato lahko 
nastavimo posamezna polja. Tabela 3.3 prikazuje pomen posameznih polj strukture 
sizes.  
 
Tabela 3.3:  Polja strukture sizes 
Ime polja Opis 
Sizes.NumContStates Število zveznih stanj 
Sizes.NumDiscStates Število diskretnih stanj 
Sizes.NumOutputs Število izhodov 
Sizes.NumInputs Število vhodov 
Sizes.DirFeedthrough Zastavica direktne povezave 
Sizes.NumSampleTimes Število časovnih korakov 
 
Če hočemo npr. nastaviti število izhodov na vrednost 3, izvršimo naslednjo 
kodo: 
Sizes.NumOutputs = 3; 
Ko določimo vse parametre, kličemo še enkrat funkcijo simsizes in jo 
zapišemo v spremenljivko sys. 
sys = simsizes(sizes); 
Ker pa nam ta funkcija vrne enodimenzionalni vektor z vrednostmi strukture v 
enakem zaporedju, lahko spremenljivki sys enostavno pripišemo enodimenzionalni 
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vektor z željenimi vrednostmi. Npr., če želimo samo določiti tri izhode, izvedemo 
ukaz: 
sys = [0 0 3 0 0 0]; 
 
Slika 3.12 prikazuje shemo delovanja S-funkcije. 
 
 
Najprej ustvarimo novo ».m« datoteko, ki bo predstavljala S-funkcijo. Z desnim 
klikom v izbrani mapi v Matlabu ustvarimo podajoči meni, kjer izberemo »New File« 
in »Script«, kot prikazuje slika 3.13. 
 
Definiramo ime ».m« datoteke in ustvarimo istoimensko funkcijo z vhodi in 
izhodi, ki jih zahteva struktura S-funkcije. Slika 3.14 prikazuje osnovno strukturo S-
funkcije. 
Slika 3.12: Shema delovanje S-funkcije 
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Inicializacija hidravličnega sistema 
Zastavica flag se postavi samo v začetku na vrednost 0 zato moramo definirati 
ustrezen pogoj v funkciji. Za inicializacijo osnovne slike se zahteva več kode, zato 
bomo ustvarili še eno ».m« datoteko in v njej definirali funkcijo z imenom 
»levak_Inic_hidr_Problem1«. Osnovno zgradbo in novo narejeno inicializacijsko 
funkcijo prikazuje slika 3.15. 
Slika 3.14: Ustvarjanje nove ».m« datoteke 
Slika 3.13: Osnovna struktura S-funkcije 
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Ustvariti moramo osnovno statično sliko rezervarja brez nivoja vode. Slika 3.16 
prikazuje osnovno statično risbo enega rezervarja. 
Sliko mora Matlab prebrati in si jo shraniti v delovni prostor oz. v »Workspace«. 
To naredimo s funkcijo imread. Za kasnejšo uporabo jo shranimo v spremenljivko I. 
    I = imread('levak_en_rezervar.bmp'); 
Ustvarimo vektor position, ki nam bo povedal, kje na ekranu se bo novo okno 
pojavilo in kako bo veliko. Prvi in drugi element v vektorju definirata število 
Slika 3.16: Ustvarjanje inicializacijske funkcije 
Slika 3.15: Statična risba enega rezervarja 
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horizontalnih in vertikalnih točk odmika levega spodnjega kota novo odprtega okna 
od levega spodnjega kota ekrana. Druga dva elementa pa definirata širino in višino 
okna, kot je ilustrirano z naslednjim ukazom. 
position = [100 200 800 400]; 
Z ukazom figure ustvarimo novo okno z imenom »EN REZERVAR« na 
poziciji, ki je definirano z vektorjem position: 
figure('Name','EN REZERVAR','Position', position); 
Z ukazom subplot smo določili, da slika zasede 70% okna. S funkcijo imshow 
pa prikažemo sliko.  
    subplot(1, 10, [1,7]); 
    imshow(I); 
Ostalih 30% okna pa lahko uporabimo za gumb za zapiranje kot lahko vidimo 
na sliki 3.16. 
 
V nadaljevanju je priložen končni izgled inicializacijske funkcije. 
function levak_Inic_hidr_Problem1 
  %Branje slike 
  I = imread('levak_en_rezervar.bmp'); 
 
  %Definiranje pozicije in prikaz slike 
  position=[100 200 800 400]; 
  figure('Name','EN REZERVAR','Position', position); 
  subplot(1, 10, [1,7]); 
  imshow(I); 
  
%==================================== 
% Information for all buttons 
  labelColor=[0.8 0.8 0.8]; 
  yInitPos=0.90; 
  top=0.95; 
  bottom=0.05; 
  left=0.80; 
  btnWid=0.15; 
  btnHt=0.04; 
  spacing=0.04; 
     
%==================================== 
% The CONSOLE frame 
  frmBorder=0.06; 
  yPos=0.05-frmBorder; 
  frmPos=[left-frmBorder yPos btnWid+2*frmBorder 0.9+2*frmBorder]; 
  h=uicontrol( ... 
       'Style','frame', ... 
       'Units','normalized', ... 
       'Position',frmPos, ... 
       'BackgroundColor',[0.5 0.5 0.5]); 




% The CLOSE button 
  labelStr='konec'; 
  callbackStr='close(gcf)'; 
  closeHndl=uicontrol( ... 
       'Style','pushbutton', ... 
       'Units','normalized', ... 
       'Position',[left bottom btnWid btnHt], ... 
       'String',labelStr, ... 
       'Callback',callbackStr); 
   set(gca,'DrawMode','fast'); 
end 
Če inicializacijsko funkcijo izvedemo, generiramo osnovno podobo okna, v 
okviru katerega smo izvajali animacijo (Slika 3.17). 
 V S-funkciji pod pogojem vrednosti zastavice »0«, kličemo opisano funkcijo. 
        levak_Inic_hidr_Problem1(); 
Nato se lotimo prikaza nivoja vode. Prikaz nivoja vode bomo naredili s pomočjo 
modrega pravokotnika, kateremu se bo zgornja stranica premikala v skladu z 
izračunanim nivojem vode pri simulacijskem rezultatu.  
 
V inicializaciji moramo definirati pozicijo in velikost pravokotnika in ga shraniti 
v novo spremenljivko hndlList in sicer v prvi element (1). Če bi imeli še en rezervar, 
bi morali drugi pravokotnik shraniti v drugi element (2) itd. Ukaz realiziramo v 
naslednji obliki: 
        hndlList(1) = rectangle('Position',[160 417 170 0],... 
                                'FaceColor',[0 0.502 1]); 
Slika 3.17: Osnovno okno animacije 
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Pravokotnik definiramo s funkcijo rectangle. Pozicijo in velikost 
pravokotnika definiramo z vektorjem štirih elementov. Prvi in drugi element določata 
za koliko horizontalnih in vertikalnih točk je levi spodnji kot pravokotnika odmaknjen 
od levega spodnjega kota slike. Druga dva elementa pa definirata širino in višino 
pravokotnika.  
 
Širino in pozicijo pravokotnika nastavimo glede na statično sliko rezervarja. 
Višino nastavimo na 0, saj je pri inicializaciji nivo vode enak 0. 
 
Funkcija set nastavi grafični objekt (v našem primeru je to pravokotnik). 
  set(gca,'UserData',hndlList(1)); 
Nato definiramo še vhode sistema s spremenljivko sys in je prazen vektor x0.  
        sys=[0 0 0 1 0 0]; 
        x0=[]; 
Posodobitev animacije 
Vsakič, ko se spremenljivka flag postavi na 2, bo prišlo do posodobitve nivoja 
vode na sliki, zato moremo takrat najprej s funkcijo get klicati objekt, ki smo ga v 
inicializaciji shranili. 
        hndlList(1)=get(gca,'UserData'); 
Nato definiramo poljubno spremenljivko, ki bo predstavljala nivo vode. V našem 
primeru je to p1. Iz Simulinka dobimo informacijo o izračunanem nivoju vode s 
spremenljivko u in sicer s prvem elementom, saj imamo samo en vhod. 
 
Nivo vode je pomnožen s faktorjem 30 zaradi uskladitve interpretacije nivoja 
vode na sliki. Faktor je odvisen od dimenzij statične slike. 
        p1 = u(1)*30; 
S funkcijo set shranimo nov pravokotnik z novim nivojem vode p1 in ga s 
funkcijo drawnow takoj na sliki narišemo.  
set(hndlList(1),'Position',[160 (417-p1) 170 p1]); 
drawnow; 
Nivo vode (p1) se s časom simulacije spreminja, kar pomeni, da se spreminja 
tudi višina pravokotnika, ki se vedno znova in znova nariše, zato na sliki opazimo 
gibanje nivoja vode, ki je skladen z izračunom simulacije. 
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Ko pa pride zastavica na vrednost »4«, se mora izvesti del kode naslednjega 
časovnega koraka.  
      ns = t/ts; 
sys = (1 + floor(ns + 1e-13*(1+ns)))*ts; 
V nadaljevanju je prikazana končna oblika zgrajene S-funkcije. 
 
function [sys,x0] = levak_hidr_anim_Problem1(t,x,u,flag,ts) 
    if flag == 0, % Inicializacija slike in prikaza  
        levak_Inic_hidr_Problem1(); 
         
        %Definiranje osnovne pozicije pravokotnika 
        hndlList(1) = rectangle('Position',[160 417 170 0],... 
                                'FaceColor',[0 0.502 1]); 
        set(gca,'UserData',hndlList(1)); 
         
        %Definiranje vhodov 
        sys=[0 0 0 1 0 0]; 
        x0=[]; 
         
    elseif flag == 2, % Posodobitev 
        hndlList(1)=get(gca,'UserData'); 
        p1 = u(1)*30; 
        set(hndlList(1),'Position',[160 (417-p1) 170 p1]); 
        drawnow; 
         
    elseif flag == 4 % Naslednji korak 
  
        % ns shrani število korakov 
        ns = t/ts; 
  
        % Shrani naslednji čas koraka 
        sys = (1 + floor(ns + 1e-13*(1+ns)))*ts; 






Ko imamo S-funkcijo napisano, pripeljemo izhod (y) zgrajenega simulacijskega 
modela (hidravlični sistem) na vhod novo dodanega simulacijskega bloka »S-
funkcija«, ki ga najdemo v knjižnici (Slika 3.18).  
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Če dvakrat kliknemo na novo ustvarjeni simulacijski blok, se odpre novo 




Nato startamo simulacijski tek in opazujemo animacijo nivoja vode v rezervarju, 
kar ilustrira slika 3.20. 
Slika 3.18: Priključitev bloka S-funkcije na izhodni signal modela 
Slika 3.19: Vpis imena S-funkcije 
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3.6. Video predstavitev delovanja sistema 
Na sliki 3.21 lahko opazimo prosojno sliko rezervarja in animacije. V 
omenjenem primeru smo zaradi ilustracije izbrali testni vhodni signal, kot je prikazan 
na sliki 3.22 levo. Zaradi velike vrednosti vhodnega signala smo dosegli zelo živahno 
naraščanje višine vode v rezervarju, kar je pri animaciji dobro vidno. Ob koncu smo 
dotok vode popolnoma ugasnili in nivo vode se je pričel hitro nižati.  
 
Slika 3.20: Animacija nivoja vode v shranjevalniku 
Slika 3.21: Ilustracija video predstavitve delovanja 
sistema in modela testnega signala 
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Izmerjeni odziv sistema je v primerjavi z odzivom modela ilustriran na desnem 
diagramu slike 3.22. Levi diagram pa prikazuje vhodni napetostni signal na črpalki. 
Razhajanje med modelom in sistemom pa razkrije tudi animacija (Slika 3.21). 
 
Opazimo lahko, da se nivo vode nelinearnega modela počasneje vzpenja kot nivo 
vode realnega sistema. To je posledica nelinearnosti črpalke, medtem ko nivo vode 
obeh odzivov pada dokaj sorazmerno kar pomeni, da sta koeficient Kv in korenska 
karakteristika ventila v nelinearnem modelu ustrezna. 
3.7. Urejenost datotek 
Vse datoteke, ki smo jih pripravili pri študiju opisanega hidravličnega sistema 
prvega reda, je mogoče opazovati ob uporabi zgrajenega grafičnega vmesnika. 
 
 Če v izhodiščnem oknu, ki je prikazano na sliki 1.1, pritisnemo na gumb z 
napisom Problem 1, se odpre grafično okno, kot je ilustrirano na sliki 3.21. 
V prvem stolpcu s pritiskom na gumb 1. Uvod, oziroma s pritiskom na gumb 2. 
Problem 1 uporabnik odpre pdf-datoteki z uvodom, oziroma s prvim poglavjem tega 
dela. 
 
Pritisk na prvi gumb drugega stolpca odpre grafično okno, kjer uporabnik lahko 
preveri s pritiskom na pripravljene gumbe, kako je potekalo eksperimentiranje z realno 





Slika 3.22: Ilustracija video predstavitve delovanja sistema 
in modela testnega signala 
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Pritisk na drugi gumb drugega stolpca odpre grafično okno, kot je prikazano na 
sliki 3.23. S pritiskom na pripravljene gumbe lahko uporabnik opazuje na datotekah 
shranjene meritve izvedenih eksperimentov, določene karakteristike vodne črpalke in 
senzorja ter rezultate modeliranja. 
 
 
Slika 3.24: Izhodiščno grafično okno problema 1 
Slika 3.23: Grafično okno prikaza izvajanja meritev 
problema 1 
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S pritiskom na gumbe tretjega stolpca (Vizualizacija 1-4) se odpre grafično okno 
kot je prikazano na sliki 3.24.  
 
Opazujemo lahko odprtozančno in zaprtozančno delovanje sistema in razvitih 
modelov pa tudi animacijo ter primerjavo animacije z video posnetkom. 
 
V četrtem stolpcu prvega problema (Slika 3.21) je omogočen dostop do orodja 
za analizo sistemov, kot smo že pojasnili. 
  
Slika 3.25: Grafično okno prikaza meritev problema 1 
Slika 3.26: Grafično okno prikaza vizualizacije 
problema 1 
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4. Problem 2 
Če v glavnem oknu grafičnega vmesnika, kot je prikazano na sliki 1.1 kliknemo 
na gumb z oznako Problem 2, se odpre grafično okno, kot je prikazano na sliki 4.1. 
V prvem stolpcu s pritiskom na gumb 1. Uvod, oziroma s pritiskom na gumb 2. 
Problem 2 uporabnik odpre pdf-datoteki z uvodom, oziroma z drugim poglavjem tega 
dela. 
 
Pripravljene datoteke so namenjene ilustraciji delovanja hidravličnega sistema 
drugega reda, kot je shematsko ilustrirano na sliki 4.2. 
 
V laboratoriju za avtomatiko in kibernetiko lahko takšno strukturo sistema 
dosežemo z ustrezno nastavitvijo ventilov na hidravlični pilotni napravi, kot je 
prikazano na sliki 4.3 [12]. 
Slika 4.1: Izhodiščno grafično okno Problema 2 
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Slika 4.2: Sistem dveh povezanih rezervarjev 
Slika 4.3: Hidravlična pilotna naprava AMIRA DTS200 
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Pretoka skozi ventila sta korenski funkciji tlačne razlike na ventilih: 
 
 𝜙𝑣(𝑡) = 𝐾𝑣1√ℎ1(𝑡) − ℎ2(𝑡) 
(4.3) 
 𝜙𝑣𝑖𝑧ℎ(𝑡) = 𝐾𝑣2√ℎ2(𝑡) 
(4.4) 
 
V obravnavanem primeru smo upoštevali [13]: 
 
















 𝑆 = 0,0154 𝑚2 (4.7) 
4.1. Animacija delovanja sistema 2. reda 
Glede na primer prvega reda, ki smo ga predstavili v 3. poglavju, so sedaj 
potrebne nekatere dopolnitve pri gradnji S-funkciji, ki bodo upoštevale razširjene 
lastnosti sistema. Najprej je potrebno narisati novo shemo dveh rezervarjev in povečati 
okno v inicializacijski funkciji z vektorjem position. 
position = [100 200 900 450]; 





  %Branje slike 
  I = imread('levak_dva_rezervarja.bmp'); 
  
  %Definiranje pozicije in prikaz slike 
  position=[100 200 900 450]; 
  figure('Name','DVA REZERVARJA','Position', position); 
  subplot(1, 10, [1,7]); 
  imshow(I); 
  
%==================================== 
% Information for all buttons 
  labelColor=[0.8 0.8 0.8]; 
  yInitPos=0.90; 
  top=0.95; 
  bottom=0.05; 
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  left=0.80; 
  btnWid=0.15; 
  btnHt=0.04; 
  % Spacing between the button and the next command's label 
  spacing=0.04; 
     
%==================================== 
% The CONSOLE frame 
  frmBorder=0.06; 
  yPos=0.05-frmBorder; 
  frmPos=[left-frmBorder yPos btnWid+2*frmBorder 0.9+2*frmBorder]; 
  h=uicontrol( ... 
       'Style','frame', ... 
       'Units','normalized', ... 
       'Position',frmPos, ... 
       'BackgroundColor',[0.5 0.5 0.5]); 
  
%==================================== 
% The CLOSE button 
  labelStr='konec'; 
  callbackStr='close(gcf)'; 
  closeHndl=uicontrol( ... 
       'Style','pushbutton', ... 
       'Units','normalized', ... 
       'Position',[left bottom btnWid btnHt], ... 
       'String',labelStr, ... 
       'Callback',callbackStr); 
   set(gca,'DrawMode','fast'); 
end 
 
Pri S-funkciji moramo dodati še en prikazovalnik nivoja vode, saj z 
multiplekserjem dobimo dva podatka o dveh nivojih vode h1 in h2. Pri spremenljivki 
hndlList uporabimo indeks 2, saj gre za drugi rezervar. Prav tako moramo 
prilagoditi položaj prikazovanja nivoja vode glede na osnovno shemo dveh 
rezervarjev: 
        hndlList(1)=rectangle('Position',[116 426 170 1],... 
                             'FaceColor',[0 0.502 1]); 
        hndlList(2)=rectangle('Position',[402 426 170 1],... 
                              'FaceColor',[0 0.502 1]); 
Pozabiti ne smemo nastaviti dva vhoda: 
        sys=[0 0 0 2 0 0]; 
Pri posodobitvah (flag=2) moramo prebrati obe vhodni vrednosti, ki 
predstavljata višino nivoja enega in drugega rezervarja in ju shraniti v novo 
spremenljivko (p1 in p2) ter ju pomnožiti s faktorjem 30. Kot smo že omenili, je ta 
faktor odvisen od velikosti osnovne sheme obeh rezervarjev: 
        p1 = u(1)*30; 
        p2 = u(2)*30; 
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Nato pa še narišemo in posodobimo oba nivoja: 
        set(hndlList(1),'Position',[116 (426-p1) 170 p1]); 
        set(hndlList(2),'Position',[402 (426-p2) 170 p2]); 
Celotna koda S-funkcije za dva rezervarja izgleda kot je prikazano v 
nadaljevanju: 
 
function [sys,x0] = levak_hidr_anim_Problem3(t,x,u,flag,ts) 
    if flag == 0, % Inicializacija slike in prikaza  
        levak_Inic_hidr_Problem3(); 
         
        %Definiranje osnovne pozicije pravokotnika 
        hndlList(1)=rectangle('Position',[116 426 170 1],... 
                             'FaceColor',[0 0.502 1]); 
        hndlList(2)=rectangle('Position',[402 426 170 1],... 
                              'FaceColor',[0 0.502 1]); 
        set(gca,'UserData',hndlList); 
         
        %Definiranje vhodov 
        sys=[0 0 0 2 0 0]; 
        x0=[]; 
         
    elseif flag == 2, % Posodobitev 
        hndlList = get(gca,'UserData'); 
        p1 = u(1)*30; 
        p2 = u(2)*30; 
        set(hndlList(1),'Position',[116 (426-p1) 170 p1]); 
        set(hndlList(2),'Position',[402 (426-p2) 170 p2]); 
        drawnow; 
     
    elseif flag == 4 % Naslednji korak 
  
        % ns shrani število korakov 
        ns = t/ts; 
  
        % Shrani naslednji čas koraka 
        sys = (1 + floor(ns + 1e-13*(1+ns)))*ts; 
    end 
end 
 
Slika 4.4 prikazuje okno animacije dveh rezervarjev. 
 
Pojasnimo še funkcionalnost gumbov grafičnega vmesnika drugega problema, 
kot je prikazano na sliki 4.1. S pritiskom na gumb vizualizacija 2 se odpre grafično 
okno kot je prikazano na sliki 4.5.  
 






Opazujemo lahko odprtozančno in zaprtozančno delovanje sistema in razvitih 
modelov. 
 
V četrtem stolpcu drugega problema (Slika 4.5) je omogočen dostop do orodja 




Slika 4.4: Animacijsko okno z dvema rezervarjema 
hidravličnega sistema drugega reda 
Slika 4.5: Grafično okno prikaza vizualizacije 
problema 2 
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5. Problem 3 
Če v glavnem oknu grafičnega vmesnika, kot je prikazano na sliki 1.1. kliknemo 
na gumb z oznako Problem 3, se odpre grafično okno, kot je ilustrirano na sliki 5.1. 
 
  
 Pripravljene datoteke so namenjene ilustraciji delovanja hidravličnega sistema 
tretjega reda, kot je shematsko prikazano na sliki 5.2. 
 
Tudi to strukturo delovanja je mogoče doseči ob uporabi hidravličnega sistema 




Slika 5.1: Izhodiščno grafično okno problema 3 


































Tudi v tem primeru predpostavimo, da imajo ventili korensko karakteristiko: 
 
 𝜙𝑣1(𝑡) = 𝐾𝑣1 ∗ √ℎ1(𝑡) − ℎ2(𝑡) 
(5.4) 
 
 𝜙𝑣2(𝑡) = 𝐾𝑣2 ∗ √ℎ2(𝑡) − ℎ3(𝑡) 
(5.5) 
 
 𝜙𝑣𝑖𝑧ℎ(𝑡) = 𝐾𝑣3 ∗ √ℎ3(𝑡) 
(5.6) 
 
Slika 5.2: Sistem treh povezanih rezervarjev 
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Pri animaciji smo upoštevali naslednje vrednosti koeficientov [13]: 
 



























 𝑆 = 0,0154 𝑚2 (5.10) 
5.1. Animacija delovanja sistema AMIRA 
Najprej je bilo potrebno narisati novo shemo sistema in povečati okno v 
inicializacijski funkciji. Torej moramo povečati vektor position. 
position=[100 200 1200 450]; 
 Ostala koda pri inicializaciji pa ostaja podobna, kot je bila pri inicializaciji 




  %Branje slike 
  I = imread('levak_trije_rezervarji.bmp'); 
  
  %Definiranje pozicije in prikaz slike 
  position=[100 200 1200 450]; 
  figure('Name','TRIJE REZERVARJI','Position', position); 
  subplot(1, 10, [1,7]); 
  imshow(I); 
  
%==================================== 
% Information for all buttons 
  labelColor=[0.8 0.8 0.8]; 
  yInitPos=0.90; 
  top=0.95; 
  bottom=0.05; 
  left=0.80; 
  btnWid=0.15; 
  btnHt=0.04; 
  % Spacing between the button and the next command's label 
  spacing=0.04; 
     
%==================================== 
Problem 3 55 
 
% The CONSOLE frame 
  frmBorder=0.06; 
  yPos=0.05-frmBorder; 
  frmPos=[left-frmBorder yPos btnWid+2*frmBorder 0.9+2*frmBorder]; 
  h=uicontrol( ... 
       'Style','frame', ... 
       'Units','normalized', ... 
       'Position',frmPos, ... 
       'BackgroundColor',[0.5 0.5 0.5]); 
  
%==================================== 
% The CLOSE button 
  labelStr='konec'; 
  callbackStr='close(gcf)'; 
  closeHndl=uicontrol( ... 
       'Style','pushbutton', ... 
       'Units','normalized', ... 
       'Position',[left bottom btnWid btnHt], ... 
       'String',labelStr, ... 
       'Callback',callbackStr); 
   set(gca,'DrawMode','fast'); 
end 
 
Pri S-funkciji smo dodali še en prikazovalnik nivoja vode, saj z multiplekserjem 
dobimo tri podatke o nivojih vode. Pri spremenljivki hndlList uporabimo indekse, 
ki si sledijo tako, kot si sledijo rezervarji od leve proti desni. Prilagoditi moramo tudi 
položaj prikazovanja nivoja vode glede na osnovno shemo treh rezervarjev: 
        hndlList(1)=rectangle('Position',[88 413 170 1],... 
                              'FaceColor',[0 0.502 1]); 
        hndlList(2)=rectangle('Position',[374 413 170 1],... 
                              'FaceColor',[0 0.502 1]); 
        hndlList(3)=rectangle('Position',[679 413 170 1],... 
                              'FaceColor',[0 0.502 1]); 
Pozabiti ne smemo nastaviti tri vhode: 
        sys=[0 0 0 3 0 0]; 
Pri posodobitvah (flag=2) moramo prebrati vse tri vhodne vrednosti, ki 
predstavljajo višino nivojev vode in jih shraniti v spremenljivko ter jih pomnožiti s 
faktorjem 30. Kot smo že omenili, je ta faktor odvisen od velikosti osnovne sheme. 
        p1 = u(1)*30; 
        p2 = u(2)*30; 
        p3 = u(3)*30; 
Nato pa še narišemo in posodobimo vse nivje: 
        set(hndlList(1),'Position',[88 (413-p1) 170 p1]); 
        set(hndlList(2),'Position',[374 (413-p2) 170 p2]); 
        set(hndlList(3),'Position',[679 (413-p3) 170 p3]); 
Celotna koda S-funkcije za tri rezervarje je predstavljena v nadaljevanju: 
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function [sys,x0] = levak_hidr_anim_Problem4(t,x,u,flag,ts) 
    if flag == 0, % Inicializacija slike in prikaza  
        levak_Inic_hidr_Problem4(); 
         
        %Definiranje osnovne pozicije pravokotnika 
        hndlList(1)=rectangle('Position',[88 413 170 1],... 
                              'FaceColor',[0 0.502 1]); 
        hndlList(2)=rectangle('Position',[374 413 170 1],... 
                              'FaceColor',[0 0.502 1]); 
        hndlList(3)=rectangle('Position',[679 413 170 1],... 
                              'FaceColor',[0 0.502 1]); 
        set(gca,'UserData',hndlList); 
         
        %Definiranje vhodov 
        sys=[0 0 0 3 0 0]; 
        x0=[]; 
         
    elseif flag == 2,% Posodobitev 
        hndlList=get(gca,'UserData'); 
        p1 = u(1)*30; 
        p2 = u(2)*30; 
        p3 = u(3)*30; 
        set(hndlList(1),'Position',[88 (413-p1) 170 p1]); 
        set(hndlList(2),'Position',[374 (413-p2) 170 p2]); 
        set(hndlList(3),'Position',[679 (413-p3) 170 p3]); 
        drawnow; 
    elseif flag == 4 % Naslednji korak 
  
        % ns shrani število korakov 
        ns = t/ts; 
  
        % Shrani naslednji čas koraka 
        sys = (1 + floor(ns + 1e-13*(1+ns)))*ts; 
    end 
end 
 
Slika 5.3 prikazuje okno animacije treh rezervarjev. 
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Pojasnimo še funkcionalnost gumbov grafičnega vmesnika tretjega problema, 
kot je prikazano na sliki 5.1. S pritiskom na gumb vizualizacija 3 se odpre grafično 
okno kot je prikazano na sliki 5.4. 
 
Opazujemo lahko odprtozančno in zaprtozančno delovanje sistema in razvitih 
modelov. 
 
V četrtem stolpcu drugega problema (Slika 5.4) je omogočen dostop do orodja 













Slika 5.4: Grafično okno prikaza vizualizacije 
problema 3 
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6. Problem 4 
Če v glavnem oknu grafičnega vmesnika, kot je prikazano na sliki 1.1 kliknemo 
na gumb z oznako Problem 4, se odpre grafično okno, kot je ilustrirano na sliki 6.1. 
 
 
Pripravljene datoteke so namenjene ilustraciji delovanja multivariabilnega 
hidravličnega sistema tretjega reda, kot je shematko prikazano na sliki 6.2. 
 
Tudi to strukturo delovanja je mogoče doseči ob uporabi hidravličnega sistema 
AMIRA DTS 200 (Slika 4.3). 
 
Slika 6.1: Izhodiščno grafično okno problema 4 




































Tudi v tem primeru smo ohranili predpostavko o korenskih karakteristikah 
ventilov: 
 
 𝜙𝑣1(𝑡) = 𝐾𝑣1 ∗ √ℎ1(𝑡) − ℎ2(𝑡) 
(6.4) 
 
 𝜙𝑣2(𝑡) = 𝐾𝑣2 ∗ √ℎ2(𝑡) − ℎ3(𝑡) 
(6.5) 
 
 𝜙𝑣𝑖𝑧ℎ(𝑡) = 𝐾𝑣3 ∗ √ℎ3(𝑡) 
(6.6) 
 
Pri simulaciji smo upoštevali naslednje vrednosti konstant [13]: 
 









Slika 6.2: Multivariabileni hidravlični sistem tretjega reda 
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 𝑆 = 0,0154 𝑚2 (6.10) 
6.1. Animacija delovanja sistema AMIRA 
Na obstoječi shemi treh rezervarjev narišemo še eno črpalko (Slika 6.2). Ostala 




  %Branje slike 
  I = imread('levak_trije_rezervarji_multi.bmp'); 
  
  %Definiranje pozicije in prikaz slike 
  position=[100 200 1200 450]; 
  figure('Name','TRIJE REZERVARJI MULTIVARIABILEN...  
  SISTEM','Position', position); 
  subplot(1, 10, [1,7]); 
  imshow(I); 
  
%==================================== 
% Information for all buttons 
  labelColor=[0.8 0.8 0.8]; 
  yInitPos=0.90; 
  top=0.95; 
  bottom=0.05; 
  left=0.80; 
  btnWid=0.15; 
  btnHt=0.04; 
  % Spacing between the button and the next command's label 
  spacing=0.04; 
     
%==================================== 
% The CONSOLE frame 
  frmBorder=0.06; 
  yPos=0.05-frmBorder; 
  frmPos=[left-frmBorder yPos btnWid+2*frmBorder 0.9+2*frmBorder]; 
  h=uicontrol( ... 
       'Style','frame', ... 
       'Units','normalized', ... 
       'Position',frmPos, ... 
       'BackgroundColor',[0.5 0.5 0.5]); 
  
%==================================== 
% The CLOSE button 
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  labelStr='konec'; 
  callbackStr='close(gcf)'; 
  closeHndl=uicontrol( ... 
       'Style','pushbutton', ... 
       'Units','normalized', ... 
       'Position',[left bottom btnWid btnHt], ... 
       'String',labelStr, ... 
       'Callback',callbackStr); 
   set(gca,'DrawMode','fast'); 
end 
 
Celotna koda S-funkcije za tri rezervarje multivariabilnega sistema je 
predstavljena v nadaljevanju: 
 
function [sys,x0] = levak_hidr_anim_Problem5(t,x,u,flag,ts) 
    if flag == 0, % Inicializacija slike in prikaza  
        levak_Inic_hidr_Problem5(); 
         
        %Definiranje osnovne pozicije pravokotnika 
        hndlList(1)=rectangle('Position',[88 413 170 1],... 
                              'FaceColor',[0 0.502 1]); 
        hndlList(2)=rectangle('Position',[374 413 170 1],... 
                              'FaceColor',[0 0.502 1]); 
        hndlList(3)=rectangle('Position',[679 413 170 1],... 
                              'FaceColor',[0 0.502 1]); 
        set(gca,'UserData',hndlList); 
         
        %Definiranje vhodov 
        sys=[0 0 0 3 0 0]; 
        x0=[]; 
         
    elseif flag == 2,% Posodobitev 
        hndlList=get(gca,'UserData'); 
        p1 = u(1)*30; 
        p2 = u(2)*30; 
        p3 = u(3)*30; 
        set(hndlList(1),'Position',[88 (413-p1) 170 p1]); 
        set(hndlList(2),'Position',[374 (413-p2) 170 p2]); 
        set(hndlList(3),'Position',[679 (413-p3) 170 p3]); 
        drawnow; 
    elseif flag == 4 % Naslednji korak 
  
        % ns shrani število korakov 
        ns = t/ts; 
  
        % Shrani naslednji čas koraka 
        sys = (1 + floor(ns + 1e-13*(1+ns)))*ts; 
    end 
end 
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Pojasnimo še funkcionalnost gumbov grafičnega vmesnika četrtega problema, 
kot je prikazano na sliki 6.1. S pritiskom na gumb vizualizacija 4 se odpre grafično 
okno kot je prikazano na sliki 6.4. 
Opazujemo lahko odprtozančno in zaprtozančno delovanje sistema in razvitih 
modelov. 
 
V četrtem stolpcu drugega problema (Slika 6.4) je omogočen dostop do orodja 
za analizo sistemov, kot smo že pojasnili. 
Slika 6.3: Animacijsko okno multivariabilnega 
hidravličnega sistema 






7.  Zaključek 
V diplomski nalogi smo prikazali, kako je mogoče s pomočjo grafičnih 
predstavitev rezultatov modeliranja, ki lahko vključujejo tudi animacijo, video 
prezentacijo ali celo kombinacijo omenjenih pristopov, dodatno izboljšati in popestriti 
nalogo delovanja sistemov in pripadajočih modelov. Ob posebno skrbni nastavitvi 
video-snemanja, lahko obdelavo posnetkov uporabimo tudi za dodatno vrednotenje 
rezultatov modeliranja. Pri delu smo uporabili program Matlab in Vegas Movie Studio. 
 
Rezultate modeliranja smo zelo natančno prikazali na hidravličnem sistemu 
prvega reda, kjer smo uporabljali tudi pilotno napravo. Animacijo sistemov višjih 
redov, to je drugega in tretjega, pa tudi multivariabilnega sistema tretjega reda pa smo 
pripravili le na osnovi že v preteklih pripravljenih modelov, ki slonijo na delovanju 
hidravlične pilotne naprave treh povezanih shranjevalnikih AMIRA DTS 200 [12]. 
 
Vse zgrajene datoteke smo uredili ob uvedbi uporabniško prijaznega grafičnega 
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