simulation projects with ease.
In the following sections, we provide an overview of GPSS/H and its process-interaction world view. We then discuss model-building interfaces and the advantages and pitfalls of graphical modeling environments. Advanced and newly-added features of GPSS/H Release 3 are detailed. Then we describe the special-purpose simulator and features of GPSSIH which make it ideal for use as a simulator engine, including a summary of the recent developments in the run-time product line.
INTRODUCTION
The widespread success of GPSS/H stems both from the superiority of its original design and from years of improvements and enhancements. At its introduction, GPSS/H was many years ahead of its time and opened new horizons in flexibility and ease-of-use. GPSS/H requires some programming-style effort but does so within a natural modeling framework that can be readily used by individuals without extensive programming experience.
Although many new simulation tools have been introduced over the past decade, they are often designed for a limited set of applications.
In strong contrast, GPSS/H continues to be one of the most general, uses the intuitive and natural process-interaction approach. In this world view, the modeler specifies the sequence of events, separated by lapses in time, which describes the manner in which "objects" flow through a system. A GPSS/H model thus resembles the structure of a flowchart of the system being modeled. This intuitive modeling approach contributes greatly to the ease and speed with which simulation models can be built.
After the model has been built, the process representation is executed by GPSS/H, and the activities of "objects" are automatically controlled and monitored.
GPSS/H Process Representation
An "object" in a GPSS/H model might be a patient, a telephone call, or any other type of discrete entity. The representations of these entities in GPSS/H are called transactions. As the model executes, many transactions may be flowing through the model simultaneously-just as many "objects" would be moving through the realworld system. features that are frequently used in model development.
The selection of simulation software should be based on how well it is suited to the detail and complexi~of the specific type of model to be developed. The ease-of-use associated with a simulation tool can mean-among other things-easy to learn, easy to use repetitively, easy to modify models, easy to use when building simple models, or easy to use when building large, complex models. Tools that are claimed to be "easy-to-use" often fall short when modeling complex, real-world systems. Windows NT, virtual memory is used, which allows model size to exceed the amount of physical memory installed in the machine.
GPSWH File and Screen 1/0
The file and screen 1/0 built into GPSS/H provide a variety of ways to get data into a model and to produce custom output. GPSS/H can read dkectly from the keyboard or from text tiles, and it can write directly to the screen or to text files. The GETLIST statement and the BGETLIST block read integer, character, and double-precision floating-point data. Data files are freeformat (values on each line are simply separated by blanks), and special actions may be specified for error and end-of-file conditions.
Customized output is generated using the PUTPIC statement and the BPUTPIC block. These use a very intuitive "picture" type of format specification, which
follows the "what you see is what you get" convention.
Special provisions are also included to allow easily formatted tabular output. Character strings can also be manipulated using built-in capabilities. The indexed Lehmer random number generator provided in GPSS/H was designed and implemented specifically to provide exceptionally simple, straigh~orward control of the random number streams used in a model. Modelers can easily specify any number of streams and guarantee that they will be independent (that they will not be autocorrelated due to overlap Other special situations might involve the need to interface with non-ASCII data files, or to develop a specialized user-interface.
GPSS/H built-in 1/0 now supports opening an existing file for output so that new data are appended at the end of the file.
CHECKPOINT
and RESTORE statements allow a model to save its state at a predetermined point during execution, then make repeated runs using that state as the starting point. In many cases, CHECKPOINT and RESTORE can be much easier to use than the traditional READ and SAVE statements.
The SYSCALL statement and the BSYSCALL Block, which take an operating system command line as an operand, allow a running GPSS/H model to shell out to the operating system to perform the specified command. SYSCALL and BSYSCALL are especially useful when using existing programs to perform data analysis during model execution or between simulation runs. The models can communicate with the external programs through data files. The ability to shell out to the host operating system has also been implemented in the GPSS/H Interactive Debugger. In order to use this feature, one merely types a "$" followed by the operating system command at the debugger command line prompt. Corporation.
BUILDING A SJMULATOR USING GPSWH
Earlier in this paper, we contrasted the capabilities of visual-based modeling tools with those of languages.
Regardless of which approach is used, the modeler must still build from scratch a model that represents the physical system of interest. Modeling complex systems correctly requires intimate knowledge of both the simulation software and the system under study.
However, not everyone who can benefit from using simulation has the time or the training necessary to build simulation models.
As a result, a third type of modeling-tool, the special-purpose sinudator, has emerged as a way of providing simulation capabilities to users with little or no modeling experience. Special-purpose simulators are most commonly developed under circumstances where:
. a single model development effort can benefit multiple users
. modeling expertise can only be obtained from indirect sources such as external consultants In these cases, an experienced modeler develops the model, freeing the end-user fkom learning modeling and simulation-software skills. The special-purpose simulator is a custom-built analysis tool designed by an experienced simulationmodel builder. At its heart is a data-driven model of a specific system or set of similar systems. The simulator provides its user with a method to easily modify model parameters, define experiments, run tests, and get results. A simulator is usually comprised of a dataentry front end, a simulation engine, and an output browser. The simulation engine runs a parametrized model which accepts user-specified data at execution time. Combining these tools brings the power of simulation analysis into the hands of the nonsimulationist.
Data-Entry Front End
The front end is the means by which the user of a special-purpose simulator modifies the run parameters without changing the underlying model. This may take several forms, the most basic and rarely used of which involves manually editing a text file. IItI another approach, the model itself prompts the user for input from the keyboard as the model executes. Still other designs require modifiing data by using an external spreadsheet or database program.
No matter which approach is used, the purpose of the front end is to conveniently produce a data file which can be used by the simulation model as it executes.
A more advanced approach integrates a customized front-end data-entry program, a simulation engine, and an output browser under a single outer shell (Figure 1) . Typically created using a general-purpose programming language or a tool such as Visual Basic, the shell may be menu-driven.
Data-entry "windows" amd dialog boxes guide the user through the process of specifying parameters, running the model, and viewing the output. The shell may also provide built-in help facilities and data "range-checking" (e.g. veri~ing that all operation times are non-negative before executing).
simulation Model
The most important component of the special-purpose simulator is the underlying model. Since the end user is generally prevented ftom modifying the model, this component determines the maximum flexibility offered by the simulator. It must be generic enough to accept a broad range of inputs, and it must be updated periodically to insure that the model remains valid.
A static simulation model can be produced and its design frozen when the simulator is initially created, or model code can be generated "on-the-fly" every time that the model parameters are modified by a user. In either case, user input is not limited to operatingparameter values -it can also alter logic embedded deeply within the model. For example, based on a userspecified value, the model could select one of three different order-picking algorithms that have been preceded into the model.
Simulation Engine
The simulation engine is usually a simulation language used to run the model and generate output. 
