Abstract -The nature of an Open Source Software development paradigm forces individual practitioners and organization to adopt software through trial and error approach. This leads to the problems of coming across software and then abandoning it after realizing its lack of important qualities to suit their requirements or facing negative challenges in maintaining the software. These contributed by lack of recognizing guidelines to lead the practitioners in selecting out of the dozens available metrics, the best metric(s) to measure quality OSS. In this study, the novel results provide the guidelines that lead to the development of metrics model that can select the best metric(s) to predict maintainability of Open Source Software.
I. INTRODUCTION
In software engineering, the crucial issue is to develop products that can meet user's quality requirements. Maintainability is considered to be one of the sensitive external quality criteria of the software product. The fact that this software development phase consumes more effort, resources and time [1] , several studies have been made in reducing those technological barriers of maintaining the product. In classical (conventional) software development paradigm, maintainability of the product is decided during the development process stage. This notion differs much when considering the Open Source Software (OSS) technology where maintainability is determined by the practitioners after the product has been released. Apart from that, the nature of OSS practice adds the extra challenges. For example profiles of developers who participate in software development are not known. The main philosophy behind this technology is bazaar model where contributors from unknown location are contributing to the software without even knowing the management of that software [2] .
Thus, OSS practitioners who inherit ready-made codes are required to select suitable software that is easy for them to maintain at a minimum risk and impacts. One of the advantages of Open Source Software technology is the plethora of data available in software research paradigm. This is the fact that the practitioner has a direct access to the source code that can be used to measure any software attributes. However, according to Yu et al. [3] the technology lacks some important resources like documentation that can guide its practitioners. As maintenance in OSS is more than fixing bugs, changing or adding a new business requirement but using the available code to design new system based on your application context is also important. Bakar [4] identifies a list of metrics for measuring this aspect of the software development stage. Thus, this is one of the vivid evidence of how practitioners not only are caught across thousands of software but also with dozens of metrics to measure particular quality attributes.
To control the quality criteria like maintainability, quantitative measure of software attributes are available at the scientific base of software engineering. For example, metrics to measure size, coupling, cohesion, modularity, algorithmic complexity, and control flow structure have been identified to be able to measure the maintainability in OSS [4] . However, some literatures have acknowledged researchers who seek and introduced quantitative and qualitative measures for software quality in terms of maintainability. Extra effort is needed to practice them in OSS archetype in order to reduce the growing effort and time of OSS adaptation.
In this paper, the researchers aimed at presenting the middle stage of an ongoing research to propose the metrics model that could be used by OSS practitioners in predicting maintainability effort of the OSS products. The introduction of proposed idea is validated through a group of proven Chidamber and Kemmerer (CK) [5] maintainability metrics suit optimized based on prudent characteristics obtained in the product to be measured. Furthermore, clear elaboration of the study employed Evolution Programming (EP) search approach used to optimize the metrics for predicting maintainability of OSS.
Specifically, this paper is organized as follows: Section II explains the concept of Search Based Software Engineering techniques. Section III describes Evolutionary Programming as one of the search technique. Section IV shows the analysis of the comparison of the study with the real concept of Evolutionary Programming approach. Section V introduces the novel finding and the validation analysis of the proposed idea using the CK metrics suit. Afterwards, expected results are anticipated in Section VI and finally, Section VI concludes the study.
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In considering mutation rule [12] , we applying selfadaptation, the objective variables and strategy parameter are introduced, then individual become a = ( , ). The parameters are used to mutate the individual as follows:
Where is ith component of the real-valued vector representation , is the step-size for ith component, is operator-set parameters and N (0, 1) represent the normal Gaussian probability distribution Selection process: In this step, based on the objective function, comparison of performance is made between the individual in hand (selected metric) and the new generation one by one which then maintain the better individuals to constitute the next generation.
Halting criteria: This is the point that determines whether or not termination condition is satisfied, if so, stop the search process or otherwise repeat the above process from step 2.
In more broad elaboration this scenario sated as follow, user attempts to calculate the optimal or near to optimal solution problems through simulated evolution [14] . In this process solution (a set of software metrics in our case) is encoded in a gene and collection of genes (best solutions which is the best metric in our study) constitutes in the population. EP uses natural selection and genetics based on Darwin evolution as the basis to search for the optimal gene, which is a set of software metrics that gives the fittest solution (metric). A population of solutions is modified using mutation process and self adaptation, to produce offspring. The fittest individual is to be selected to continue into the next generation.
V. NOVEL FINDINGS AND VALIDATION
ANALYSIS USING CK METRIC SUIT In this part, the object-oriented metrics proposed by Chidamber and Kemerer [14] were studied and analyzed. The suit composed of the following metrics:
Weighted Methods per Class (WMC): this is the total number of methods defined in a class.
Response for a Class (RFC): it is the counts of the methods that can be potentially invoked in response to a message received by an object of a particular class.
Coupling Between Object classes (CBO):
The count of the number of classes to which they are coupled. It designates the interdependency of one class on other classes.
Lack of Cohesion of Methods (LCOM):
Total number of methods-pairs whose similarity are zero, minus the count of method pairs whose similarity is not zero.
Depth of Inheritance Tree (DIT): which is defined as the height of the class in the inheritance tree, and lastly.
Number of Children (NOC): Total number of subclass inherits methods from super-class.
The main concept of Object oriented development is to build highly cohesive classes and maintain loosely coupling between classes. Both two features determine the quality of the product as well as the effort of maintaining it. Since both determine maintainability of OSS to be adopted, WMC is an important metric that determines the maintainability of the OSS. It is equal to the total number of methods in the class. In this case, software with classes with more methods is less maintainable since some class increase complexity when it invokes a method from another class.
RFC measures the number of different methods that can be executed when an object of that class receives a message and the complexity is the worst when a method is invoked for that object. Thus, requires extra effort for the one who want to maintain the software with more method refer to the method from another class. Calculating this value, one has to find each method of the class and the methods that the class will call, and then repeat this for each called method.
DIT and NOC have some sort of relationship since both deals with the connection between super-class and sub-classes and they are also determining the maintenance effort of the overall adopted product. The more hierarchical class consumes more time and effort in dealing with important sub-characteristics of maintainability quality attribute in testing and reading the system since all descending classes and method should be handled.
The CK suit used has proved to be the major ensemble and attracted many researchers in prototyping the metrics implementation in the field of Software engineering and shows a sensible possibility of being representatives of maintainability metrics suit in OSS as quality focus [15] [16] [17] . In this study, the suit has been used as the objective context, and the Chidamber and Kemerer Java Metrics (CKJM) tool introduced by Spinellis [18] has been used as the bridge between the maintainability metric model and the object of the study. The object is regarded as an OSS product to be investigated. The tool listed the value for each metric based on their individual attributes measured from the product. These values are then used in EP search based techniques as ranking criteria in selecting the best metrics of the proposed OSS product. The selection criteria are determined by the benchmark stated for each metric.
VI. EXPECTED RESULTS
The main contribution of this research is the novel introduction of new FOSS maintainability quality model based on maintainability attribute. In causative to this body of knowledge, Evolutionary Programming as a compartment of a Search Based Software Engineering approach has been proposed. This has put in the model that can trigger the simplicity of having metrics model in selecting best metrics that can predict maintainability of OSS. For example the study was composed of two different disciplines of classical evolution from biology and the base of Software Engineering. This kind of merging techniques of Open Source Software technology put in the philosophy of traditional human evolution into OSS discipline provides a wide range of constructive solution to complex selection problems.
Furthermore, in classical Object Oriented Software development, product can contain more than one property. Each property used its own metrics to measure single quality attribute. Therefore, having an OSS product with multiple attributes, Evolution programming SBSE technique has been a better solution to select the best metric or set of metrics that can be used to predict maintainability quality characteristic. This selection determines based on merged priority complexity attributes inside the selected software and metrics [19] [20].
VII. CONCLUSION This article provided insight of maintainability on how Open Source Software metrics model has been designed to be able to select the best metric(s) to predict maintainability of the product. The study also showed the direction on how Search Based Software Engineering technique can be used to solve these kinds of problems using CK as the object case of the study. The next move from this progressive is the empirical validation of a discussed model.
