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Resumo
Os paradigmas de arquitetura de software e de desenvolvimento baseado em componentes (DBC)
são abordagens complementares para o desenvolvimento de sistemas de software. O DBC se ba-
seia na construção de sistemas através da integração de componentes de software reutilizáveis. A
arquitetura de software auxilia na forma como estes componentes são integrados levando em con-
sideração atributos de qualidade, tais como confiabilidade e distribuição. Entretanto, observa-se
atualmente a falta de consenso entre os conceitos, termos e definições utilizados nas aborda-
gens de arquitetura de software e de DBC, dificultando a integração das respectivas técnicas
e ferramentas. As ferramentas e ambientes atuais para descrição de arquiteturas de software
não apóiam todas as fases dos processos de DBC, normalmente não geram implementações das
arquiteturas e não implementam conceitos importantes de DBC, tais como especificações de
interfaces providas e requeridas. Por outro lado, ferramentas e ambientes DBC atuais, em geral,
são baseados em modelagem UML e não englobam todos os conceitos presentes em arquitetura
de software, tais como estilos arquiteturais e uso expĺıcito de conectores.
Este trabalho apresenta uma infra-estrutura de software para construção de arquiteturas
de software baseadas em componentes, composta por um conjunto de ferramentas que esten-
dem o ambiente integrado de desenvolvimento Eclipse. As ferramentas foram constrúıdas sobre
um metamodelo conceitual integrado para arquitetura de software e DBC, que define e relaci-
ona os conceitos existentes nas duas abordagens. Esta infra-estrutura faz parte do ambiente
Bellatrix, um ambiente integrado de desenvolvimento que oferece apoio ao DBC com ênfase
na arquitetura de software. As ferramentas apóiam a construção de arquiteturas de software
baseadas em componentes desde a sua especificação, passando pelo seu projeto até a sua mate-
rialização em forma de código. O modelo de componentes utilizado é o COSMOS, um modelo
de implementação de componentes que materializa os conceitos de arquiteturas de software em
uma linguagem de programação. No caso do ambiente Bellatrix, a linguagem de programação
adotada é Java.
palavras-chave: arquitetura de software, verificação de arquitetura, desenvolvimento ba-
seado em componentes, ambiente integrado de desenvolvimento, Eclipse.
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Abstract
Component-based development (CBD) and architecture-centric development are two com-
plementary approaches for developing software systems. CBD is based on the construction
of systems using the integration of reusable software components. Software architecture
centric development complements the CBD paradigm because it is responsible for the
component integration, achieving the final system’s desired quality requirements, such as
dependability and distribution. However, there is a lack of consensus among the concepts,
terms, and definitions used in the software architecture and CBD paradigms, hindering
the integration of techniques and tools. Existing software architecture environments and
tools do not support all the phases involved in CBD process, normally do not generate
architecture implementations and do not implement the main CBD concepts, e.g. speci-
fication of provided and required interfaces. CBD tools and environments, in general, use
UML modeling and do not cover the main software architecture concepts, e.g. architec-
tural styles and architectural connectors.
In this work, we propose a software infrastructure to construct component-based soft-
ware architectures. It has been built as a set of tools that extend the Eclipse integrated
development environment. These tools were constructed based on an integrated concep-
tual metamodel for software architectures and CBD. This metamodel defines and relates
the main concepts of the two paradigms. The infrastructure is included in the Bellatix
environment, an integrated development environment that supports CBD with emphasis
on software architecture. The tools support the construction of component-based software
architectures since the specification phase, through the design, until its materialization in
code. The component model used is COSMOS, a component implementation model that
materializes the elements of a software architecture using the concepts available in object-
oriented programming languages. In Bellatix environment, the adopted programming
language is Java.
key words: software architecture, architecture analysis, component-based develop-
ment, integrated development environment, Eclipse.
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O aumento na demanda por sistemas computacionais, ocorrido nos últimos anos, tem
exigido a construção de sistemas cada vez maiores e mais complexos. Este fenômeno
pode ser observado principalmente no contexto das empresas, onde a construção de novos
sistemas de software busca aumentar a produtividade e o poder competitivo das orga-
nizações. Desta forma, espera-se que estes sistemas de software possam ser constrúıdos
mais rapidamente, com menores custos e atingindo um maior ńıvel de qualidade.
A arquitetura de software é uma abstração que auxilia na construção desses siste-
mas de software grandes e complexos. A arquitetura de software representa a estrutura
de um sistema e é composta de elementos de software, das propriedades externamente
viśıveis destes elementos e da relação entre eles [6]. A partir da arquitetura é posśıvel
identificar responsabilidades ligadas a cada parte do sistema e determinar suas formas
de interação. Cada parte do sistema representa um componente arquitetural e os
elementos responsáveis por realizar as interações entre estes componentes arquiteturais
são os conectores arquiteturais. Um conector pode ser responsável também por uma
parcela dos aspectos de qualidade (ou não-funcionais) do sistema, tais como distribuição
e segurança. Um conjunto de elementos arquiteturais, ligados a partir de conectores ar-
quiteturais, forma uma configuração arquitetural. Os principais benef́ıcios do projeto
arquitetural de um sistema são: (1) possibilidade de observar o sistema como um todo,
abstraindo detalhes de implementação, (2) facilidade na tomada de decisões prévias re-
lativas a projeto e (3) aux́ılio na comunicação mútua entre os interessados1 (arquitetos,
projetistas, clientes, entre outros) [14]. Arquiteturas de software podem ainda seguir
estilos arquiteturais, que são conjuntos de restrições que são impostas sobre uma ar-
1do inglês: stakeholders
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quitetura, tendo como aspectos positivos apresentar atributos de qualidade conhecidos e
representar soluções também conhecidas para uma classe de sistemas. Muitos sistemas
de grande porte possuem suas partes projetadas de modo a combinar diferentes estilos
arquiteturais.
O Desenvolvimento Baseado em Componentes (DBC) é uma abordagem que
permite a construção de sistemas de software de forma mais rápida, eficiente e com
maior qualidade, através da utilização de componentes de software previamente desen-
volvidos [3]. Um componente de software é uma unidade executável de composição
que se integra ao ambiente onde está inserido a partir de suas interfaces, que possui de-
pendências expĺıcitas de contexto e que pode ser implantado de forma independente [51].
Suas interfaces providas especificam as funcionalidades que o componente de software
disponibiliza ao ambiente e suas interfaces requeridas compreendem as funcionalida-
des que o componente requer que o ambiente lhe forneça para que possa ser executado
corretamente. O DBC pretende diminuir o custo final dos sistemas do software através
da reutilização de componentes de software previamente desenvolvidos. Além disso, com-
ponentes de software podem permitir que o sistema atinja um ńıvel maior de qualidade
quando submetidos a poĺıticas de testes.
1.2 Motivação e Problema
Apesar das abordagens de arquitetura de software e de DBC serem distintas, existe uma
complementariedade entre seus conceitos. O DBC atua na produção e reutilização de
componentes de software, enquanto que a arquitetura de software auxilia na integração e
contextualização destes componentes. Portanto, a utilização destas duas abordagens de
forma complementar e conjunta se apresenta como uma interessante solução a ser utilizada
para a construção de sistemas computacionais, em especial os sistemas de software grandes
e complexos.
Existem atualmente diversos processos de desenvolvimento de software para sistemas
baseados em componentes. Alguns exemplos são os processos Catalysis [17], UML Com-
ponents [12] e KobrA [2]. Processos de desenvolvimento de software definem um conjunto
de atividades e de resultados que devem ser obtidos para estas atividades, resultando
no desenvolvimento de um produto de software [49]. Nos processos de desenvolvimento
de software para sistemas baseados em componentes existe uma atividade onde os com-
ponentes de software, sejam eles desenvolvidos “do zero”, reutilizados ou adquiridos de
terceiros, são interligados compondo assim um componente maior, ou ainda, o próprio
sistema. Esta atividade representa a definição de uma arquitetura de software base-
ada em componentes e suas preocupações são análogas às encontradas na abordagem
de arquitetura de software. Em particular, nessa dissertação focamos nas arquiteturas de
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software baseadas em componentes.
É interessante que existam ferramentas que auxiliem na realização das atividades de
um processo de desenvolvimento de software. O uso de ferramentas facilita a utilização
do processo e garante uma maior conformidade com sua especificação. Em especial,
ferramentas de modelagem de arquiteturas de componentes são essenciais em processos de
desenvolvimento de software baseados em componentes, pois permitem um maior ganho
na composição dos componentes dos sistemas. Espera-se que estas ferramentas atuem
na modelagem da arquitetura de software baseada em componentes e que possibilitem
verificações e análises sobre a arquitetura produzida, como por exemplo, a verificação da
conformidade da arquitetura proposta em relação a seus estilos arquiteturais. É desejável
que estas ferramentas de modelagem de arquiteturas de componentes englobem conceitos
presentes em arquitetura de software, como por exemplo, a especificação expĺıcita dos
conectores arquiteturais. Além de auxiliar na modelagem da arquitetura de software
baseada em componentes, estas ferramentas devem possuir mecanismos que garantam a
materialização desta arquitetura em forma de código. Esta materialização pode ser obtida
com a utilização de tecnologias que implementem modelos de componentes, tais como as
plataformas Java EE 2 [50] e Microsoft .Net [33].
Todos os termos, conceitos e definições presentes nas abordagens de arquitetura de
software e DBC devem estar corretamente representados e relacionados para que possam
ser utilizados em ferramentas de modelagem de arquiteturas de software baseadas em
componentes. Uma forma de se atingir uma maior formalização destas definições é através
do uso de metamodelos conceituais. Metamodelos conceituais para arquitetura de
software e DBC devem definir os principais conceitos envolvidos nas duas abordagens,
definir regras sobre estes elementos e relacioná-los através de um mapeamento claro que
permita utilizá-los em conjunto.
Porém, o que pode ser observado atualmente é uma falta de consenso entre os concei-
tos, termos e definições utilizados nas abordagens de arquitetura de software e de DBC.
Esta falta de uniformidade nos conceitos adotados por pesquisadores dificulta a integração
das respectivas técnicas e ferramentas. Ainda, os metamodelos utilizados não são muitas
vezes abrangentes, possuindo foco em apenas uma das áreas ou na implementação de sis-
temas para determinadas tecnologias. Cox et al. [15] propõem em seu trabalho um modelo
formal para DBC, expresso utilizando a linguagem Z. Esse modelo possui foco na especi-
ficação de componentes, incluindo componentes compostos, entretanto não possui concei-
tos de arquiteturas de software e nem mapeamento para elementos de implementação. As
Linguagens de Descrição de Arquiteturas (ADLs 3) definem uma linguagem formal para
2do inglês: Java Platform, Enterprise Edition. Anteriormente conhecido como J2EE (do inglês: Java
2 Enterprise Edition)
3do inglês: Architecture Description Languages
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descrição de arquiteturas de software, tendo como principais preocupações a descrição
dos componentes, conectores e configurações arquiteturais. ADLs atuam como metamo-
delos conceituais para arquiteturas de software, porém não possuem foco nos conceitos de
DBC. Balasubramanian et al. [4] utilizam um conjunto de ferramentas para compor um
ambiente baseado em metamodelos. No centro desse ambiente está a linguagem PICML
que é utilizada como metamodelo e tem como foco a especificação do sistema e a inclusão
de metainformação relacionada à sua implantação 4. Porém, os modelos posśıveis de se-
rem constrúıdos a partir da linguagem PICML são relacionados à tecnologias espećıficas
de implementação de componentes e não possuem todos os conceitos de arquitetura de
software, tais como conectores arquiteturais.
Esta falta de consenso das definições e a falta de metamodelos conceituais que definam
e relacionem os conceitos das duas abordagens dificultam a existência de ferramentas para
modelagem de arquitetura de software baseadas em componentes. As ferramentas atuais
com este propósito podem ser classificadas em dois grupos: (1) ferramentas e ambientes
de arquiteturas de software e (2) ferramentas e ambientes de apoio ao DBC.
Ferramentas e ambientes de modelagem de arquiteturas de software, em sua grande
maioria, são projetos que possuem iniciativa no meio acadêmico, como o ambiente Ac-
meStudio [44], MAE [43] e ViSAC [32]. Tais ferramentas são baseadas sobre ADLs e
não dão apoio a conceitos importantes presentes em DBC, tais como interfaces providas
e requeridas. Nem todas as ferramentas implementam o conceito de conectores arquite-
turais, que podem ser utilizados para implementação de requisitos não-funcionais. Estas
ferramentas também não estão inseridas em um ambiente que englobe outras fases de um
processo DBC e não permitem, em sua maioria, a materialização de uma modelagem de
uma arquitetura de software em forma de código.
Ambientes e ferramentas para DBC, por outro lado, possibilitam a definição de uma
arquitetura de componentes, porém não se concentram em implementar todos os benef́ıcios
disponibilizados em ferramentas de modelagem de arquitetura de software. Alguns con-
ceitos de arquitetura de software, como especificação expĺıcita de conectores arquiteturais,
em geral não são abordados nestes ambientes. A realização de análises sobre arquiteturas
também não são normalmente disponibilizadas. Além disso, os ambientes não são desen-
volvidos de forma expĺıcita sobre metamodelos conceituais que formalizem e relacionem
os principais conceitos de DBC e de arquitetura de software.
4do inglês: deployment
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1.3 Solução Proposta
Este trabalho apresenta uma infra-estrutura de software para apoiar a construção de ar-
quiteturas de software baseadas em componentes. Esta infra-estrutura implementa os
principais conceitos e práticas existentes nas abordagens de arquitetura de software e
DBC. Um metamodelo conceitual foi criado com o objetivo de formalizar e relacionar os
conceitos presentes nas duas abordagens, sendo utilizado como base para o desenvolvi-
mento da infra-estrutura de software deste trabalho. O metamodelo está organizado em
quatro partes: (1) um metamodelo conceitual de arquitetura de software, (2) um
metamodelo conceitual de especificação de componentes, (3) um metamodelo
conceitual para arquiteturas de software baseadas em componentes - que agrega
caracteŕısticas dos dois primeiros - e (4) um metamodelo conceitual de configuração
arquitetural de componentes - responsável por descrever e mapear como as arquite-
turas de componentes podem ser implementadas em diferentes plataformas e tecnologias
de componentes.
Este projeto foi constrúıdo no contexto de um ambiente para apoiar o DBC e centrado
na arquitetura de software, o ambiente Bellatrix [53]. O ambiente Bellatrix dispo-
nibiliza ferramentas que auxiliam as fases de projeto e implementação de um processo de
desenvolvimento de sistemas baseados em componentes. A Figura 1.1 apresenta a visão
geral do ambiente, que é composto por um conjunto de editores e ferramentas. Os edi-
tores de interfaces, tipos de dados, exceções e componentes permitem a especificação dos
componentes de software de um sistema. A infra-estrutura para apoiar a construção de
arquiteturas de software baseadas em componentes permite a criação de arquiteturas de
componentes a partir da composição de componentes previamente especificados, permite
realizar verificações sobre estas arquiteturas e permite a materialização destas arquite-
turas de software baseadas em componentes em forma de uma implementação. Além
disso, o ambiente Bellatrix possui uma ferramenta para teste unitário de componen-
tes e um repositório de componentes, responsável por armazenar e gerenciar diferentes
artefatos produzidos durante o processo de desenvolvimento, entre eles, especificações e
implementações de componentes. O repositório é acessado através de uma interface cons-
trúıda sobre o ambiente Bellatrix e possui um gerenciador de serviços, responsável por
criar uma abstração entre o repositório e as demais ferramentas inseridas no ambiente. O
núcleo do ambiente foi constrúıdo sobre o metamodelo conceitual de arquitetura de soft-
ware e DBC, que disponibiliza a infra-estrutura básica para o funcionamento e integração
das ferramentas e editores do ambiente.
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Figura 1.1: Visão geral do ambiente Bellatrix.
As ferramentas que compõem a infra-estrutura de software para construção de arqui-
teturas de componentes, assim como os editores e ferramentas do ambiente Bellatrix,
foram desenvolvidas sobre o ambiente integrado de desenvolvimento (IDE 5) Eclipse [20].
O Eclipse atua como uma plataforma de integração de ferramentas para desenvolvimento
de sistemas e permite que novas ferramentas e funcionalidades sejam anexadas ao ambi-
ente a partir de sua estrutura de plug-ins. Desta forma, as ferramentas para construção
de arquiteturas de componentes foram desenvolvidas como um conjunto de plug-ins para
o ambiente Eclipse, permitindo que novas funcionalidades possam ser desenvolvidas e
inseridas ao ambiente, caso necessário. Outras caracteŕısticas interessantes do ambiente
5do inglês: Integrated Development Environment
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Eclipse são: possuir código aberto e ter versões para diversas plataforma.
A infra-estrutura de software para apoiar a construção de arquiteturas de software ba-
seadas em componentes é composta por um conjunto de ferramentas, conforme apresen-
tado na Figura 1.2. O Editor de Arquiteturas permite a modelagem de arquiteturas de
software baseadas em componentes a partir da composição de componentes previamente
especificados. Neste editor é posśıvel especificar arquiteturas internas para componentes
que pertençam a uma arquitetura de componentes, o que torna posśıvel especificar diver-
sos ńıveis de granularidade da arquitetura de forma recursiva. As arquiteturas de software
baseadas em componentes podem seguir determinados estilos arquiteturas, que podem ser
criados através do Editor de Estilos Arquiteturais. Este editor permite especificar
famı́lias de arquiteturas, que são compostas por tipos de elementos arquiteturais e por res-
trições que são impostas sobre estes tipos de elementos. As arquiteturas de componentes
podem ser verificadas pelo Verificador de Arquiteturas. Essa verificação consiste em
analisar se todas as restrições existentes nos estilos de uma arquitetura de software baseada
em componentes estão sendo respeitadas. O Importador/Exportador de arquiteturas
permite a integração e interoperabilidade com outras ferramentas de modelagem de ar-
quiteturas de componentes, utilizando a ADL ACME. Isto torna posśıvel importar para
o ambiente arquiteturas previamente descritas em outras ferramentas, assim como gerar
uma especificação de uma arquitetura de componentes a partir do ambiente que pode ser
reconhecida por outras ferramentas, externas ao ambiente. O Editor de Configurações
permite que sejam especificadas instanciações de arquiteturas para diferentes tecnologias,
plataformas e modelos de componentes. O Gerador de Código gera um esqueleto de
código da arquitetura seguindo o modelo de componentes COSMOS [48], que materializa
os elementos arquiteturais em forma de código.
Desta forma, a infra-estrutura de software deste trabalho permite (1) a criação de
arquiteturas de componentes, (2) a especificação de estilos arquiteturais, (3) a verificação
da conformidade entre uma arquitetura de componentes e seus estilos arquiteturais, (4) a
importação e exportação de descrições de arquiteturas, (5) a especificação de configurações
arquiteturais baseadas em componentes e (6) a geração de código, que garante que a
arquitetura especificada será refletida em uma implementação.
1.4 Trabalhos Relacionados
O ambiente AcmeStudio [44] é um ambiente para modelagem de arquiteturas de software
baseado na ADL Acme [24]. No AcmeStudio é posśıvel definir e especificar arquiteturas
de software com o aux́ılio de um editor gráfico. Neste editor os componentes, conecto-
res e configurações arquiteturais podem ser criados para modelar a arquitetura de um
sistema. Ainda, estilos arquiteturais podem ser especificados e associados a descrições
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Figura 1.2: Infra-estrutura de software para construção de arquiteturas de componentes.
de arquiteturas de software. O ambiente possui um verificador, que analisa a conformi-
dade das arquiteturas especificadas de acordo com seus respectivos estilos. Apesar do
ambiente AcmeStudio cobrir grande parte das preocupações encontradas em arquitetura
de software, sua utilização para sistemas DBC é um pouco limitada. A ferramenta não
possui a definição de interfaces providas e requeridas, não está inserida em um ambiente
DBC e possui limitações na materialização da arquitetura em código. Atualmente so-
mente é posśıvel a geração de código em ArchJava [1], uma linguagem de descrição de
arquiteturas baseada na linguagem Java. Apesar da linguagem ArchJava possuir os con-
ceitos de arquitetura de software, ela necessita de um compilador próprio, dificultando
sua utilização.
O ambiente GME (Generic Modeling Environment ) [28, 25] é um ambiente confi-
gurável que permite a modelagem de sistemas de acordo com domı́nios espećıficos. Estes
domı́nios são definidos no próprio ambiente e são chamados de paradigmas. Os paradig-
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mas são criados a partir de metamodelos que contêm toda sintaxe, semântica e informação
de apresentação necessárias para descrever um domı́nio. Os paradigmas definem os con-
ceitos que serão utilizados em uma modelagem, os relacionamentos permitidos entre estes
conceitos, a organização e forma de apresentação dos conceitos no modelo e as regras
envolvidas na construção do modelo. Por ser um ambiente genérico, o GME não possui
metamodelos já definidos para a modelagem de arquiteturas de software baseadas em
componentes. Mesmo que um metamodelo conceitual seja definido com esta finalidade
dentro do GME, a análise da arquitetura e a sua materialização através de um gerador
automático de código não são disponibilizados pelo ambiente. Ainda, o ambiente GME
não está dentro de um ambiente de apoio ao DBC, sendo necessária a integração com ou-
tras ferramentas para que todas as fases de um processo de desenvolvimento de sistemas
baseados em componentes sejam apoiadas. O ambiente possui também a limitação de ser
distribúıdo apenas para a plataforma Microsoft Windows.
O ambiente Cadena [13] é um ambiente para modelagem e construção de sistemas
baseados em componentes que foi constrúıdo sobre a ADL CALM (Cadena Architecture
Language with Meta-modeling). No ambiente Cadena um sistema é modelado em três
camadas distintas: camada de estilos, camada de módulos e camada de cenários. Na
camada de estilos, que chamaremos de camada de tecnologia, são especificados mode-
los de componente para determinadas plataformas, como por exemplo, o modelo CCM
(CORBA Component Model) [38] ou o modelo EJB (Enterprise JavaBeans), da plata-
forma Java EE [50]. Na camada de módulos são criados tipos de componentes e interfaces,
que são utilizados na descrição de estilos para as arquiteturas de componentes. Estes ti-
pos de componentes e interfaces devem seguir algum modelo de componente especificado
na camada de tecnologia. A arquitetura de software do sistema é criada na camada de
cenários, a partir de um modelo de componentes previamente descrito para uma determi-
nada tecnologia e respeitando o estilo ao qual pertence. Apesar do ambiente possuir estilos
arquiteturais e tipos, não existe uma separação entre especificação de uma arquitetura e
sua implementação. Os estilos, tipos de componentes, tipo de interfaces e a arquitetura
de componentes modelados no ambiente são dependentes de algum modelo de compo-
nente e tecnologia, que foram previamente descritos na camada de tecnologia. É posśıvel
adicionar plug-ins ao ambiente Cadena para a geração de código para arquiteturas de
componentes.
O projeto Odyssey [9] é um ambiente para desenvolvimento de sistemas, baseado em
reutilização de software, que permite a especificação de modelos conceituais, arquiteturas
de software e modelos de implementação para domı́nios de aplicação espećıficos, previa-
mente selecionados. Estes domı́nios são especificados seguindo o processo de engenharia
de domı́nio Odyssey-DE [8] e o ambiente conta com o processo de engenharia de aplicação
Odyssey-AE [34]. O ambiente é dividido no Odyssey Light, um núcleo que contém as
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funcionalidades mandatórias para a execução mı́nima do ambiente, e num conjunto de
ferramentas disponibilizadas na forma de plug-ins, que podem ser anexadas ao núcleo
do ambiente. Essas ferramentas incluem diversas funcionalidades, tais como ferramen-
tas para a documentação de componentes, especificação e instanciação de arquiteturas
espećıficas de domı́nios, apoio a engenharia reversa, ferramenta de cŕıticas em modelos
UML e ferramentas de modelagem e execução de processos. Existem também outras ferra-
mentas complementares ao ambiente, que envolvem áreas como gerência de configuração
de software e desenvolvimento colaborativo. O Odyssey possui apoio a conceitos de DBC
como interfaces providas e requeridas e decomposição hierárquica, ainda que nem toda
modelagem seja posśıvel através de editores gráficos. O ambiente é disponibilizado para
livre uso, apesar de não ter seu código aberto.
A Linguagem PICML [4, 5] define um metamodelo para modelagem de sistemas ba-
seados em componentes. Este metamodelo deve ser utilizado no ambiente GME e possui
vários elementos que permitem a modelagem de arquiteturas de componentes segundo
determinadas tecnologias. É posśıvel utilizar o ambiente GME para modelar estes sis-
temas baseados em componentes, realizar análises sobre as interações definidas para os
componentes, realizar decomposição hierárquica dos componentes e gerar informações so-
bre a implantação dos componentes. Outras ferramentas podem ser utilizadas para gerar
código em determinadas plataformas previamente definidas. A utilização da linguagem
PICML no ambiente GME possui a vantagem de permitir uma descrição detalhada dos
componentes, levando em consideração suas propriedades de implementação. Porém, a
utilização desta abordagem tem como desvantagens não possuir uma separação clara entre
a especificação e a implementação dos componente e não permitir atribuição de estilos
arquiteturais. As análises se limitam a apontar inconsistências encontradas na arquitetura
de componentes de acordo com a tecnologia utilizada.
Uma comparação entre os trabalhos relacionados e a infra-estrutura de software desta
dissertação será apresentada na Seção 4.3, após a apresentação dos requisitos considerados
para a construção da infra-estrutura de software.
1.5 Organização deste Documento
Este documento é composto por seis caṕıtulos, organizados da seguinte forma:
• Caṕıtulo 2 - Fundamentos de Arquitetura de Software e DBC: O segundo
caṕıtulo define os principais termos e conceitos necessários para um melhor enten-
dimento deste trabalho. São apresentados assuntos sobre: arquitetura de software,
desenvolvimento baseado em componentes, o modelo de implementação de compo-
nentes COSMOS e o ambiente Eclipse.
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• Caṕıtulo 3 - Um Metamodelo Integrado para Arquitetura de Software
e DBC: Este caṕıtulo apresenta um metamodelo conceitual que define e descreve
os elementos necessários para a modelagem de arquiteturas de software baseadas
em componentes. Os metamodelos são divididos em metamodelos conceituais de
arquitetura de software, de DBC e de configuração de componentes. Um exemplo é
apresentado para ilustrar o uso do metamodelo.
• Caṕıtulo 4 - Uma Infra-estrutura de Software para Apoiar a Construção
de Arquiteturas de Componente: Neste caṕıtulo é apresentada a infra-estrutura
de software para apoiar a construção de arquiteturas de de software baseadas em
componentes. A parte inicial do Caṕıtulo apresenta os requisitos identificados, os ca-
sos de uso das ferramentas e uma comparação com trabalhos relacionados de acordo
com os requisitos identificados. As ferramentas que compõem a infra-estrutura são
divididas e apresentadas em duas partes: ferramentas para modelagem de arquitetu-
ras de componentes e ferramentas para construção de arquiteturas de componentes.
Na parte final do caṕıtulo são apresentadas as caracteŕısticas mais relevantes sobre
a implementação da ferramenta: sua arquitetura interna, os modelos de imple-
mentação adotados e as principais tecnologias utilizadas.
• Caṕıtulo 5 - Estudos de Caso: Este caṕıtulo apresenta três estudos de caso
realizados com o objetivo de avaliar as principais funcionalidades da infra-estrutura
de software deste trabalho. Cada estudo de caso é apresentado e analisado e ao final
do caṕıtulo é apresentada uma consolidação dos resultados obtidos.
• Caṕıtulo 6 - Conclusões e Trabalhos Futuros: Este caṕıtulo apresenta a con-
clusão desse trabalho, listando suas contribuições, suas limitações e sugerindo tra-
balhos futuros.
Caṕıtulo 2
Fundamentos de Arquitetura de
Software e DBC
Neste caṕıtulo são apresentados os principais conceitos e termos para uma melhor com-
preensão do restante deste trabalho. Na Seção 2.1 são apresentados os fundamentos para
arquitetura de software, através dos conceitos e definições relacionados à estilos arqui-
teturais e a ADLs. Na Seção 2.2 são apresentados os conceitos para DBC, em especial
processos DBC e a diferença entre especificação, implementação e instanciação de com-
ponentes de software. A Seção 2.3 apresenta o modelo de componentes COSMOS e a
Seção 2.4 apresenta o ambiente integrado de desenvolvimento Eclipse, sobre o qual a
infra-estrutura de software para arquiteturas de software baseadas em componentes foi
desenvolvida.
2.1 Arquitetura de Software
2.1.1 Estilos Arquiteturais
Estilos arquiteturais definem conjuntos de regras para a identificação dos tipos de com-
ponentes e conectores arquiteturais que podem ser utilizados para compor um sistema,
juntamente com as restrições na maneira como estas arquiteturas de software podem ser
criadas [45]. Um estilo arquitetural define uma famı́lia de arquiteturas de software, num
ńıvel de abstração mais elevado que o de uma configuração espećıfica de componentes e
conectores arquiteturais. A análise de um estilo arquitetural, nesse ńıvel de abstração,
permite que se deduzam propriedades que irão se verificar em qualquer configuração que
possa ser criada em conformidade com esse estilo. São essas propriedades gerais dos
vários estilos arquiteturais que, no desenvolvimento de um sistema em particular, moti-
vam a escolha de um ou mais estilos arquiteturais para guiar o projeto de sua arquitetura
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14 Caṕıtulo 2. Fundamentos de Arquitetura de Software e DBC
de software.
Os estilos arquiteturais mais conhecidos foram descritos inicialmente de maneira in-
formal e não sistematizada, através de definições discursivas e diagramas ilustrativos. A
comunidade de padrões se dedica a documentar soluções já comprovadas, incluindo es-
tilos arquiteturais, no contexto de tipos de problemas espećıficos em que cada solução
é aplicável [45]. Surgiram, assim, os chamados padrões arquiteturais, que são estilos
arquiteturais organizados e documentados de forma sistemática [11].
Um exemplo muito conhecido e utilizado de estilo arquitetural é o estilo arquitetural
em camadas. Neste estilo são definidas camadas para a aplicação. O sistema é parti-
cionado em subsistemas e cada camada da aplicação passa a conter um ou mais destes
subsistemas. Normalmente, em sistemas que utilizam o estilo em camadas, subsistemas
localizados em uma determinada camada n usam os serviços disponibilizados por sub-
sistemas da camada n+1 (abaixo) e oferecem serviços para subsistemas da camada n-1
(acima). Desta maneira, subsistemas inseridos nas camadas n-1 não utilizam diretamente
serviços de subsistemas inseridos em uma camada n+1. Assim, como pode ser verificado
na Figura 2.1, uma camada “esconde” de suas camadas superiores os detalhes das imple-
mentações das camadas inferiores, tornando posśıvel que a implementação de uma camada
seja trocada sem que o sistema inteiro seja afetado. Outros exemplos de estilos arquite-
turais comumente conhecidos e utilizados são: Repositório, Quadro Negro (Blackboard) e
Pipes and Filters.
Figura 2.1: Exemplo do estilo arquitetural em camadas.
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2.1.2 Linguagens de Descrição de Arquitetura (ADL) e ACME
Para o desenvolvimento centrado na arquitetura de software é interessante que as des-
crições de arquitetura possam ser feitas de maneira formal. Através de linguagens formais
para descrição de arquiteturas é posśıvel que estilos e configurações arquiteturais sejam
descritas e analisadas. Ainda, o uso de linguagens formais para a descrição de arquite-
turas é importante no contexto de ferramentas, pois disponibilizam a maneira como uma
ferramenta irá descrever e manipular as arquiteturas de software de um sistema. ADLs
são linguagens que permitem esta formalização para especificações de arquiteturas de sis-
temas de software. As principais abstrações descritas em uma ADL são componentes
arquiteturais, conectores, propriedades arquiteturais e configurações arquiteturais. Um
grande número de ADLs possuem também os elementos necessários para a descrição de
estilos arquiteturais, através de tipos e famı́lias de elementos presentes em uma arqui-
tetura. Alguns exemplos conhecidos de ADLs são a linguagem Acme [24], xADL [16] e
UniCon [46].
A Linguagem ACME
A linguagem Acme foi desenvolvida a partir do estudo de ferramentas de descrição de ar-
quiteturas de software e de ADLs, se apresentando como uma linguagem de intercâmbio
para descrição de arquiteturas de software. A linguagem permite que uma arquitetura
seja descrita em quatro aspectos distintos: estrutura, propriedades, restrições e tipos (e
estilos). A estrutura descreve como o sistema está organizado, sendo composta por sete
elementos: componentes, conectores, sistemas (possui um conjunto de componentes e co-
nectores interligados), portas e papéis1 (definem os pontos de interação de componentes e
de conectores, respectivamente), representação (definem arquiteturas internas de compo-
nentes ou conectores) e rep-maps (realizam um mapeamento entre pontos de interação de
um componente ou conector e um ponto de interação pertencente a arquitetura interna
deste componente ou conector). A Figura 2.2 apresenta os elementos de estrutura da
linguagem Acme.
Através do uso das propriedades é posśıvel descrever informações adicionais sobre
os sete elementos de estrutura da linguagem Acme. As propriedades podem descrever
informações variadas sobre os elementos, tais como protocolo de comunicação utilizado,
consumo de recursos e número máximo de portas permitidas em um componente. Isto
possibilita à linguagem um maior poder para descrever particularidades existentes em
outras ADLs ou ferramentas de descrição de arquiteturas de software. As restrições
definem regras a serem respeitadas para a descrição de uma arquitetura. A linguagem
Acme possui a linguagem Armani, uma linguagem baseada em lógica de primeira ordem
1do inglês: role
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Figura 2.2: Elementos que descrevem uma estrutura arquitetural em Acme.
que pode ser utilizada para descrever tais restrições. Nesta linguagem qualquer elemento
de uma descrição arquitetural, seja ele um elemento de estrutura ou uma propriedade,
pode ser utilizado para compor uma restrição. Os tipos e estilos descrevem famı́lias de
sistemas. Estas famı́lias são compostas por tipos de componentes, conectores, portas e
papéis. Estes tipos de elementos são descritos através de propriedades e restrições e são
agrupados para compor uma famı́lia de sistemas. Estas famı́lias de sistemas representam
estilos arquiteturais.
A biblioteca Acmelib foi desenvolvida para facilitar a especificação de sistemas em
linguagem Acme. A biblioteca disponibiliza todos os elementos presentes na linguagem
(elementos estruturais, propriedades, restrições e tipos) e possui um analisador que verifica
se todas as restrições estão sendo respeitadas na definição da arquitetura. Esta biblioteca
é disponibilizada nas linguagens Java e C++.
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2.2 Desenvolvimento Baseado em Componentes
2.2.1 Especificação, Implementação e Instanciação de Compo-
nentes
Um componente de software é descrito por uma especificação e pode possuir uma ou mais
implementações e instanciações [12]. A especificação define o comportamento exter-
namente observável de um componente de software, sendo composto principalmente por
suas interfaces providas e requeridas. A especificação deve descrever de forma clara como
o componente se integra em diferentes sistemas, porém sem estar ligado a uma imple-
mentação espećıfica. Uma especificação de componente é concretizada através de uma
implementação de componente. É posśıvel que uma mesma especificação gere dife-
rentes implementações de componentes em tecnologias e ambientes diferenciados. Quando
uma implementação de componente é integrada em um ambiente, sua execução gera uma
instanciação de componente. Portanto, conforme mostrado na Figura 2.3, uma espe-
cificação de componente pode possuir diferentes implementações de componente, que no
momento de execução, por sua vez, podem gerar uma ou mais instâncias de componente.
Figura 2.3: Especificação, implementação e especificação de componentes.
2.2.2 Processos de Desenvolvimento Baseado em Componentes
O objetivo de um processo de desenvolvimento de software é sistematizar as atividades de
construção de um sistema de software. Sua complexidade pode ser dividida em três grupos
de atividades gerais [40]: (i) definição do problema; (ii) desenvolvimento do sistema; e
(iii) manutenção. Os processos devem possuir um conjunto de métodos estruturados que
detalhem e auxiliem o desenvolvimento de sistemas nas suas fases [40]. Esses métodos são
procedimentos sistemáticos que usam notações bem definidas para alcançar seus objetivos.
De uma maneira geral, os métodos devem incluir informações sobre [49]: (i) os modelos
produzidos; (ii) as restrições aplicadas a esses modelos; (iii) diretrizes de projeto; e (iv) a
seqüência de atividades a ser seguida.
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Os processos tradicionais de desenvolvimento de software não se adequam totalmente
ao desenvolvimento de sistemas baseados em componentes. Processos de desenvolvimento
baseado em componentes devem conter fases e métodos que também ofereçam técnicas
que permitam o empacotamento de componentes com o objetivo espećıfico de serem reuti-
lizados. Os métodos também devem auxiliar na definição de como os componentes devem
ser conectados uns aos outros para atender aos requisitos especificados, ou seja, devem
auxiliar na construção das arquiteturas de software baseadas em componentes.
Um exemplo de um processo de desenvolvimento baseado em componentes é o processo
UML Components [12], que é descrito a seguir.
O Processo de DBC UML Components
O processo UML Components é um processo iterativo e pode ser utilizado como uma
extensão do processo RUP2 [27]. O UML Components estende a notação UML [7]
adequando-a à representação de elementos necessários ao DBC. A Figura 2.4 mostra uma
visão geral das fases definidas pelo processo. Essas fases são: (1) requisitos, que inclui ati-
vidades como a modelagem do negócio e a extração de requisitos; (2) especificação, onde é
gerado um conjunto de especificações de componentes e uma arquitetura de componentes;
(3) provisionamento, que garante que os componentes necessários estão dispońıveis, seja
através de seu desenvolvimento, aquisição ou reuso; (4) montagem, que compõe os diver-
sos componentes entre si e com artefatos de software pré-existentes, incluindo a interface
com o usuário; (5) testes, onde os componentes e a aplicação devem ser testados e (6)
implantação, que é a instalação da aplicação em seu ambiente de produção.
Dada a idéia do UML Components ser uma extensão do processo RUP, as fases de
análise, projeto e implementação do RUP podem ser substitúıdas pelas fases de especi-
ficação, provisionamento e montagem do processo UML Components. Ainda, o processo
não cobre atividades do processo gerencial e dá pouco ou nenhum suporte sobre as ati-
vidades de testes e implantação. Ainda, não há apoio para a criação de arquiteturas em
estilos arquiteturais diferente de camadas. Entretanto, esse processo tem sido adotado,
entre outros processos de DBC, devido à sua simplicidade e ao seu pragmatismo.
2do inglês Rational Unified Process.
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Figura 2.4: Visão geral das fases do processo UML Components
2.3 O Modelo de Implementação de Componentes
COSMOS
O COSMOS [48] é um modelo de implementação de componentes de software que permite
o mapeamento de uma arquitetura de componentes para linguagens de programação.
O modelo define uma estrutura de implementação baseada em programação orientada-
a-objetos para a materialização de uma arquitetura de componentes. Este modelo de
implementação garante a conformidade da descrição de uma arquitetura de componentes
em relação à sua implementação e facilita a evolução desta implementação. O modelo é
definido através de uma estrutura de pacotes, classes e interfaces, conceitos presentes nas
linguagens orientadas-a-objetos.
O modelo COSMOS possui um conjunto de diretrizes que auxilia na evolução e reuti-
lização dos componentes de software implementados. Algumas diretrizes utilizadas pelo
modelo são: (i) materialização de elementos arquiteturais, através de componentes, co-
nectores e configurações arquiteturais; (ii) separação de requisitos não-funcionais, que
devem ser inseridos nas implementações dos conectores; (iii) separação expĺıcita entre es-
pecificação e implementação dos componentes; (iv) declaração expĺıcita das dependências
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existentes entre os componentes, que é viabilizada pelo uso das interfaces requeridas; e
(v) baixo acoplamento entre as classes de implementação.
O modelo COSMOS é dividido em quatro sub-modelos: o (i) modelo de espe-
cificação representa o conjunto de interfaces públicas de um componente, sejam elas
providas ou requeridas; o (ii) modelo de implementação define a parte privada do
componente, responsável por implementar os serviços providos; (iii) o modelo de co-
nectores descreve a materialização da conexão entre interfaces requeridas e providas de
dois ou mais componentes; e (iv) o modelo de configuração arquitetural realiza a
composição de vários componentes e conectores em uma arquitetura através da instan-
ciação e inicialização destes componentes e conectores.
A Figura 2.5 apresenta uma visão geral do modelo COSMOS. A parte superior da
figura apresenta uma configuração arquitetural, formada pelos componentes A e B que
são conectados através do conector AB. O componente A provê a interface I1 e requer a
interface I2 e o componente B provê a interface I3. A comunicação entre os componentes
é realizada pelo conector AB, que provê a interface I2 e requer a interface I3. O restante
da figura descreve os pacotes e algumas classes e interfaces para que esta configuração
arquitetural possa ser implementada seguindo o modelo COSMOS. A estrutura básica de
um componente ou conector é um pacote. Os componentes possuem dois pacotes inter-
nos: o pacote spec e o pacote impl. O pacote spec contem as interfaces públicas do
componente, que são agrupadas em interfaces providas (pacote spec.prov) e interfaces
requeridas (pacote spec.req). O pacote impl contém as classes que implementam as
interfaces providas do componente, que, caso necessário, podem usar as interfaces reque-
ridas. O conector possui classes que realizam a comunicação entre componentes. Estas
classes implementam interfaces requeridas de um componente e utilizam interfaces provi-
das de outros componentes.
Outras interfaces e classes são utilizadas para permitir as demais funcionalidades ne-
cessárias para a execução de uma implementação, tais como instanciação dos componentes
e conectores, e delegação de responsabilidades dentro dos componentes e conectores.
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Figura 2.5: Visão geral do modelo COSMOS.
2.4 O Ambiente Eclipse
O Eclipse [20] é um ambiente de código aberto (do inglês: open source) para o desenvol-
vimento de sistemas de software. A distribuição básica do ambiente fornece um conjunto
de funcionalidades que facilitam a construção de sistemas, tais como editores de texto,
depuradores e interfaces para repositórios de código. O foco principal do ambiente Eclipse
é a linguagem Java, porém outras linguagens o modelos podem ser utilizados. Além das
funcionalidades básicas, a arquitetura do ambiente permite que ele possa ser estendido
através de plug-ins, que acrescentam outras funcionalidades ao ambiente. Atualmente
existe um número elevado de plug-ins desenvolvidos para o ambiente Eclipse, que permi-
tem desde o desenvolvimento de sistemas em diferentes linguagens de programação, como
Java, C++ [18] e COBOL [19], até a modelagem de diagramas em linguagem UML [39].
Estes plug-ins podem ser desenvolvidos no Plug-in Development Environment (PDE), um
conjunto de ferramentas disponibilizadas pelo ambiente Eclipse que permitem o desenvol-
vimento e teste destes plug-ins dentro do próprio ambiente.
Originalmente idealizado pela empresa IBM, o Eclipse é distribúıdo de forma gratuita
de acordo com uma licença pública (Eclipse Public License). Atualmente o projeto é man-
tido por um consórcio de empresas que contém mais de 80 membros, entre elas a Borland,
IBM, Rational, Red Hat, Oracle, SAP e a OMG - Object Management Group, grupo res-
ponsável pela especificação do UML, CORBA, entre outros. Estas caracteŕısticas deram
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ao ambiente Eclipse uma grande força dentro dos ambientes corporativos e universitários,
se tornando como uma solução amplamente utilizada para o desenvolvimento de sistemas
de software.
2.5 Resumo
Este caṕıtulo apresentou os principais conceitos e termos necessários para o entendimento
deste trabalho. Na seção 2.1 foi destacada a importância dos estilos arquiteturais e das
ADLs para modelar arquiteturas de software e realizar análises sobre estas arquitetu-
ras. A linguagem Acme foi apresentada como uma ADL que possibilita a descrição dos
elementos estruturais de uma arquitetura, de suas propriedades e da sua semântica, se
apresentando como linguagem de intercâmbio entre outras ADLs. A Seção 2.2 realizou
a diferenciação entre uma especificação, uma implementação e uma instanciação de um
componente e apresentou os processos de desenvolvimento baseados em componentes. O
Modelo COSMOS, apresentado na Seção 2.3, é um modelo de implementação de com-
ponentes de software que descreve um conjunto de regras sobre a estrutura e utilização
de linguagens orientadas-a-objetos para a materialização de arquiteturas de software. Na
Seção 2.4 foi apresentado o Eclipse, um ambiente integrado de desenvolvimento. O Eclipse
oferece apoio ao desenvolvimento em diversas linguagens de programação, em especial
Java, e permite a integração de novas ferramentas através de sua estrutura de plug-ins.
No próximo caṕıtulo é apresentado o metamodelo conceitual integrado para arquitetura
de software e DBC, que considerou os fundamentos apresentados neste caṕıtulo para a
definição e o mapeamento dos conceitos presentes nestas duas abordagens.
Caṕıtulo 3
Um Metamodelo Integrado para
Arquitetura de Software e DBC
Este caṕıtulo apresenta um metamodelo conceitual integrado para arquitetura de soft-
ware e DBC, definindo e mapeando os principais conceitos envolvidos nas duas aborda-
gens. Conforme apresentado na Seção 1.2, é importante que estes conceitos possam ser
corretamente definidos e mapeados para que as abordagens de arquitetura de software
e de DBC possam ser utilizadas em conjunto. A partir deste metamodelo conceitual é
posśıvel modelar arquiteturas de software baseadas em componentes, que possuirão um
maior formalismo e maior conformidade com os conceitos envolvidos nas duas abordagens.
O metamodelo foi dividido em metamodelos menores para facilitar sua compreensão.
Na Seção 3.1 é apresentado o metamodelo conceitual de arquitetura de software e na
Seção 3.2 é apresentado o metamodelo conceitual para DBC. O metamodelo conceitual
para DBC é dividido em um metamodelo conceitual de especificação de componentes e um
metamodelo conceitual de arquiteturas de software baseadas em componentes, que realiza
um mapeamento para o metamodelo conceitual de arquitetura de software. O metamodelo
conceitual que define como uma arquitetura de componentes foi materializada através de
uma implementação é descrito no metamodelo conceitual para configuração arquitetural
de componentes, apresentado na Seção 3.3.
Os metamodelos estão descritos em diagramas de classe na linguagem UML [36]. Nes-
tes diagramas são apresentados os elementos, atributos e relacionamentos existentes para
arquitetura de software e DBC. Algumas restrições em linguagem OCL (Object Constraint
Language) [37] foram descritas para complementar a descrição dos metamodelos. A lin-
guagem OCL é uma linguagem formal para descrição de restrições para modelos UML.
As restrições OCL identificadas foram implementadas nas ferramentas que compõem a
infra-estrutura de software para apoiar a construção de arquiteturas de software baseadas
em componentes, apresentada no Caṕıtulo 4.
23
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3.1 Metamodelo para Arquitetura de Software
Dois metamodelos conceituais foram criados no contexto de arquitetura de software: um
metamodelo conceitual para modelagem de arquiteturas de software e um metamodelo
conceitual para modelagem de estilos arquiteturais. Estes metamodelos são apresentados
nas seções seguintes. Os principais elementos utilizados para a criação destes metamodelos
foram apresentados na Seção 1.1 e na Seção 2.1.1.
3.1.1 Metamodelo Conceitual de Arquitetura de Software
O metamodelo conceitual de arquitetura de software é apresentado na Figura 3.1. Os
elementos presentes no metamodelo são definidos como:
Figura 3.1: Metamodelo conceitual de arquitetura de software.
Arquitetura de Software (Software Architecture) define a estrutura de alto ńıvel
de um sistema de software, abstraindo detalhes de sua implementação [24]. A des-
crição de uma arquitetura de software é composta por um conjunto consistente de
diferentes visões arquiteturais.
Visão Arquitetural (Architectural View) descreve um determinado aspecto de uma
arquitetura de software através da sua decomposição num conjunto de elementos
arquiteturais interconectados [6]. A organização do código fonte e a distribuição
do processamento são exemplos de aspectos usualmente descritos através de uma
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visão arquitetural própria. Uma visão arquitetural pode respeitar determinadas
caracteŕısticas impostas por estilos arquiteturais.
Elemento Arquitetural (Architectural Element) é uma abstração que representa
uma parte de um sistema de software responsável por determinado comportamento
ou propriedade desse sistema. Por exemplo: um elemento arquitetural “Camada-
DePersistência” que representa a parte de um sistema de software responsável pela
persistência dos objetos do sistema. Um elemento arquitetural pode estar associado
a tipos de elementos arquiteturais e pode possuir uma arquitetura interna.
Ponto de conexão (Connection Point) é uma propriedade de um elemento arquite-
tural que possibilita alguma forma de interação entre este elemento e o ambiente
onde está inserido [24]. Um ponto de conexão pode estar associado a tipos de pontos
de conexão.
Conexão (Connection) é uma relação entre dois pontos de conexão, representando
uma posśıvel interação entre dois elementos arquiteturais [29].
Componente Arquitetural (Architectural Component) é um tipo de elemento ar-
quitetural responsável por uma funcionalidade de um sistema de software. Com-
ponentes arquiteturais podem ser definidos com diferentes granularidades, desde
um componente que provê apenas uma funcionalidade básica até um subsistema
complexo responsável por um amplo conjunto de funcionalidades.
Conector Arquitetural (Architectural Connector) é um tipo de elemento arqui-
tetural cuja principal responsabilidade é mediar a interação entre outros elementos
arquiteturais [24]. Um conector pode ser responsável também por uma parcela
dos aspectos de qualidade (ou não-funcionais) do sistema, tais como distribuição e
segurança.
3.1.2 Metamodelo Conceitual de Estilos Arquiteturais
A Figura 3.2 apresenta o diagrama de classes do metamodelo conceitual de estilos arqui-
teturais. Os elementos presentes no metamodelo são definidos da seguinte forma:
Estilo Arquitetural (Architectural Style) define uma classe de sistemas que pos-
suem propriedades arquiteturais e semânticas em comum [47]. Um estilo arquite-
tural é descrito a partir de um conjunto de tipos arquiteturais e restrições que são
impostas a estes tipos.
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Figura 3.2: Metamodelo conceitual de estilos arquiteturais.
Tipo de Elemento Arquitetural (Architectural Element Type) é uma abstração
que representa uma classe de elementos arquiteturais (componentes ou conectores)
com determinadas caracteŕısticas comuns [43].
Tipo de Ponto de Conexão (Connection Point Type) é uma abstração que repre-
senta uma classe de pontos de conexão com caracteŕısticas em comum, como por
exemplo, uma forma particular de comunicação.
Restrição Arquitetural (Architectural Constraint) impõe limitações sobre a es-
trutura e a semântica de tipos da arquitetura, definindo as restrições impostas para
a classe de sistemas a qual o tipo representa.
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3.1.3 Restrições Aplicadas ao Metamodelo
A Figura 3.3 descreve restrições na linguagem OCL que complementam o metamodelo
para arquitetura de software. O Apêndice A contem a descrição dos principais elemen-
tos da linguagem OCL que foram utilizados nas definições das restrições. O método
consitentWith(), do elemento Architectural View, e o método evaluate(), do elemento
ArchitecturalConstraint, representam a conformidade com uma visão arquitetural e a ava-
liação de uma restrição arquitetural, respectivamente. As restrições identificadas para o
metamodelo de arquitetura de software foram:
consistentViews : garante que todas as visões de uma arquitetura de software são
consistentes entre si;
styleConformance : verifica se uma visão arquitetural está em conformidade com seu
estilo. Caso uma visão arquitetural possua um estilo, todos os elementos e pontos
de conexão desta visão devem possuir tipos pertencentes a este estilo e todas as
restrições impostas pelos tipos devem ser satisfeitas;
notRecursive : garante que um elemento arquitetural não pode fazer parte da sua
arquitetura interna.
distinctElements : indica que as conexões devem ser realizadas para elementos distin-
tos;
sameView : indica que as conexões devem conectar elementos que pertençam a uma
mesma visão arquitetural;
validDirection : indica que os pontos de conexão utilizados em uma conexão devem
possuir direções válidas, ou seja, um ponto deve ser do tipo in e o outro ponto do
tipo out;
validTypes : indica que pontos de conexão utilizados em uma conexão devem possuir
tipos iguais.
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Figura 3.3: Restrições OCL para arquitetura de software.
3.2. Metamodelo para DBC 29
3.2 Metamodelo para DBC
3.2.1 Visão Geral
Os principais conceitos de DBC também foram modelados em um diagrama de classes
UML. A Figura 3.4 apresenta uma visão geral do metamodelo conceitual para DBC.
As Seções 3.2.2 e 3.2.3 detalham, respectivamente, os metamodelos conceituais de espe-
cificação de componentes e de arquiteturas de software baseadas em componentes. O
mapeamento entre os conceitos de arquitetura de software e de DBC foi feito através de
associações de herança. Os principais elementos utilizados para a criação destes metamo-
delos foram apresentados na Seção 1.1 e na Seção 2.2.
Figura 3.4: Metamodelo conceitual para DBC.
Os elementos presentes no metamodelo para DBC representam:
Componente de Software (Software Component) é uma unidade de composição
com interfaces e dependências de contexto explicitamente especificadas, que pode
ser fornecido isoladamente para integrar sistemas de software desenvolvidos por
terceiros. Um componente de software possui uma especificação abstrata que pode
ser materializada em diferentes implementações.
Especificação de Componente (Component Specification) é uma abstração que
define o comportamento observável externamente de um componente de software,
de forma independente de qualquer implementação. Uma especificação de compo-
nente pode ser utilizada como elemento arquitetural para composição de diferentes
arquiteturas de software.
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Implementação de Componente ( Component Implementation ) é um módulo
executável resultante de um processo de refinamento e tradução de uma especificação
de componente. Uma implementação de componente pode ser utilizada como item
de configuração para compor diferentes sistemas de software executáveis.
Componente Elementar (Elementary Component) é uma implementação atômi-
ca de um componente de software.
Componente Composto (Composite Component) é uma implementação de com-
ponente estruturada internamente como um conjunto de subcomponentes a serem
providos separadamente. Uma implementação composta utiliza as especificações de
seus subcomponentes como elementos de sua arquitetura de software interna. Em
tempo de execução, implementações dos subcomponentes são integradas à imple-
mentação composta de acordo com essa arquitetura de software interna.
3.2.2 Metamodelo Conceitual de Especificação de Componentes
Os conceitos para especificação de componentes de software foram modelados no meta-
modelo conceitual de especificação de componentes, conforme apresentado na Figura 3.5.
Os elementos presentes no metamodelo representam:
Figura 3.5: Metamodelo conceitual de especificação de componentes.
Propriedade Externa (External Property) é uma caracteŕıstica de uma especifica-
ção de componente de software que representa um de seus pontos de conexão.
Interface Provida (Provided Interface) é uma propriedade externa associada a um
conjunto de serviços providos pelo componente de software. Esses serviços são es-
pecificados pelo tipo da interface provida. Uma interface provida pode ser utilizada
como um ponto de conexão de um elemento arquitetural, fornecendo um meio de
interação entre um componente e o ambiente onde está inserido.
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Dependência de Contexto (Context Dependency) é uma propriedade externa as-
sociada a um conjunto de serviços que o componente de software requer do seu
ambiente. As dependências de contexto incluem os serviços a serem providos por
outros componentes ou pela infra-estrutura do sistema.
Interface Requerida (Required Interface) é um tipo de dependência de contexto
associada a serviços a serem providos por outros componentes de software. Esses
serviços são especificados pelo tipo da interface requerida. Assim como a interface
provida, a interface requerida também pode ser utilizada como um ponto de conexão
de um elemento arquitetural.
Tipo de Interface (Interface Type) define um conjunto de serviços e especifica o
comportamento esperado desses serviços [29].
Porta (Port) é uma propriedade externa associada a um comportamento do compo-
nente de software que é encapsulado por um conjunto de interfaces providas ou
requeridas. Uma porta também pode ser utilizada como um ponto de conexão de
um elemento arquitetural.
3.2.3 Metamodelo Conceitual de Arquiteturas de Software Ba-
seadas em Componentes
O metamodelo conceitual de componentes compostos realiza a conexão entre os metamo-
delos de arquitetura de software e de DBC. Neste metamodelo, componentes especificados
segundo o metamodelo conceitual de especificação de componentes são interligados, for-
mando uma arquitetura de componentes. A Figura 3.6 apresenta o metamodelo, que
possui os seguintes elementos:
Arquitetura de Componentes (Component Architecture) descreve um conjunto
de componentes de software, seus relacionamentos e suas dependências de compor-
tamento [12].
Sub-Componente (SubComponent) é um componente interno a outro componente
de software que é descrito por uma especificação.
Conexão de Interface (Interface Connection) é uma conexão entre uma interface
requerida de um componente e uma interface provida de outro componente, repre-
sentando uma posśıvel interação uni-direcional, onde o segundo componente provê
serviços requeridos pelo primeiro. Uma conexão de interface pode representar uma
conexão entre dois elementos arquiteturais.
32 Caṕıtulo 3. Um Metamodelo Integrado para Arquitetura de Software e DBC
Figura 3.6: Metamodelo conceitual de uma arquitetura de componentes.
Conexão de Serviço (Service Connection) é uma conexão entre duas portas simé-
tricas de dois componentes, representando uma posśıvel interação bi-direcional entre
esses componentes. Duas portas são ditas simétricas quando para toda interface pro-
vida através dessas portas haja uma correspondência com uma interface requerida
de mesmo tipo, associada à outra porta. Assim como uma conexão de interface,
uma conexão de serviço também pode representar uma conexão entre dois elemen-
tos arquiteturais.
3.2.4 Restrições Aplicadas ao Metamodelo
A Figura 3.7 apresenta os restrições OCL para o metamodelo para DBC. As restrições
OCL para o metamodelo para arquitetura de software, apresentadas na Seção 3.1.3,
também são válidas para o metamodelo conceitual de arquitetura de software baseada em
componentes, dado que existe um mapeamento entre estes dois metamodelos. Apêndice A
descreve os principais elementos da linguagem OCL utilizados nas restrições para o me-
tamodelo para DBC, que são:
validName : estabelece que componentes de software devem possuir nomes distintos.
correctPortElements : estabelece que uma porta pode conter apenas interfaces provi-
das e requeridas. A restrição define ainda que estas interfaces devem pertencer à
mesma especificação de componente à qual a porta pertence.
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Figura 3.7: Restrições OCL para DBC.
3.2.5 Exemplo de Uso do Metamodelo
O exemplo presente no livro de Cheesman et al. [12] foi parcialmente modelado para
representar um uso do metamodelo proposto. O exemplo consiste em um sistema de
gerenciamento de reservas de hotel que tem como objetivo possibilitar a reserva de quartos
em qualquer um dos hotéis que compõem uma certa cadeia de hotéis. Assim, esse sistema
permite escolher o hotel, o tipo de quarto e o peŕıodo da estadia para a reserva, bem como
registrar a entrada efetiva do hóspede no hotel. O sistema está interligado ao sistema de
cobranças da cadeia de hotéis, emitindo pedidos de cobrança das estadias e processando
reservas não-concretizadas — usualmente chamadas de no-show.
No seu ńıvel mais alto de abstração, o sistema é representado pelo componente de
software SistemaHotel. A Figura 3.8 apresenta a especificação para o componente
SistemaHotel. Esta especificação de componente pode ser mapeada para o metamo-
delo conceitual de especificação de componentes, apresentado na Seção 3.2.2. Um Com-
ponentSpecification representará a especificação do componente SistemaHotel, que terá
dois elementos de tipo ProvidedInterface associados e um elemento RequiredInterface.
Um elemento ProvidedInterface do componente estará associado a um elemento Inter-
faceType, que descreve a interface IFazerReserva. O outro elemento ProvidedInterface
estará associado a um InterfaceType que descreve a interface IRegistrarEntrada e o
elemento RequiredInterface estará associado a um InterfaceType que descreve a interface
ICobranca.
Figura 3.8: Especificação do componente SistemaHotel.
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A visão geral do metamodelo conceitual para DBC, apresentada na Seção 3.2.1, des-
creve que uma especificação de componente pode possuir implementações. Uma imple-
mentação de componente pode ser elementar ou pode ser um componente composto.
O componente SistemaHotel possui uma implementação formada por um componente
composto, conforme apresentado na Figura 3.9. Esta arquitetura é composta pela es-
pecificação de componente SistemaReservas, responsável pelas regras de negócio rela-
cionadas com reservas no hotel, e pela especificação do componente GerCliente, res-
ponsável por manipular as informações referentes aos clientes do hotel. A especificação
de componente SisReservas GerCliente representa o conector responsável por reali-
zar a conexão entre estes dois componentes. Portanto, utilizando elementos presen-
tes no metamodelo de arquiteturas de software baseadas em componentes, apresentado
na Seção 3.2.3, um elemento CompositeComponent representará este componente com-
posto para o componente SistemaHotel. Ele será composto por três elementos Sub-
Component, que representarão as especificações de componente para os componentes
SistemaReservas, SisReservas GerCliente e GerCliente. Ainda, dois elementos do
tipo InterfaceConnection estarão associados ao componente composto do SistemaHotel:
um para conectar o componente SistemaReservas ao conector SisReservas GerCliente
e um para conectar o componente SisReservas GerCliente ao componente GerCliente.
Figura 3.9: Implementação do componente SistemaHotel.
3.3 Metamodelo para Configuração Arquitetural de
Componentes
3.3.1 Visão Geral
Nesta seção é apresenta a parte do metamodelo conceitual que trata da configuração
arquitetural de componentes de software e seus conceitos. Uma configuração arquitetural
de componentes, no contexto deste metamodelo, representa uma implementação para uma
arquitetura de software baseada em componentes. A Figura 3.10 mostra o diagrama de
classes UML referente a esse metamodelo, que possui os seguintes elementos:
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Figura 3.10: Metamodelo conceitual de configuração de componentes.
Configuração de Componente ( Component Configuration ) é um conjunto de
instâncias concretas ou abstratas em conformidade com a arquitetura de um com-
ponente composto instanciado pela configuração.
Instância Concreta (Concrete Instance) é um sistema concreto ou um componente
elementar.
Sistema Abstrato (Abstract System) é uma configuração de componente que con-
cretiza apenas parte dos subcomponentes do componente composto instanciado pela
configuração. Um subcomponente não concretizado por uma configuração é uma
instância abstrata da configuração.
Sistema Concreto (Concrete System) é uma configuração de componente que não
possui instâncias abstratas, ou seja, concretiza todos os subcomponentes do compo-
nente composto instanciado pela configuração.
Famı́lia de Sistemas (System Family) é um conjunto de configurações de compo-
nente relacionadas através de associações de herança simples. Sistemas de uma
mesma famı́lia instanciam um mesmo componente composto. As instâncias concre-
tas definidas pela configuração filha substituem instâncias abstratas ou concretas
da configuração mãe. Uma configuração filha herda as instâncias concretas da con-
figuração mãe que não são substitúıdas pela configuração filha.
3.3.2 Restrições Aplicadas ao Metamodelo
A Figura 3.11 apresenta uma restrição OCL para o metamodelo conceitual de configuração
arquitetural de componentes. Apêndice A descreve os elementos da linguagem OCL uti-
lizados nesta restrição:
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hasCorrectSize : garante que a quantidade de instâncias concretas de um sistema con-
creto é igual à quantidade de subcomponentes do componente composto instanciado
pela configuração. Isto garante que um sistema concreto possui instâncias concretas
para todos os subcomponentes existentes para o componente composto ao qual está
relacionado.
Figura 3.11: Restrições OCL para configuração de componentes.
3.3.3 Exemplo de Uso do Metamodelo
Utilizaremos o mesmo exemplo utilizado na Seção 3.2.5 para exemplificar o uso do meta-
modelo conceitual de configuração arquitetural de componentes. A Figura 3.12 apresenta
uma sistema concreto para o componente composto SistemaHotel, que pode ser repre-
sentado por um elemento ConcreteSystem do metamodelo. Este sistema concreto possui
três elementos ElementaryComponent, que representam implementações para os compo-
nentes SistemaReservas, SisReservas GerCliente e GerCliente. Neste exemplo foi
assumido que a tecnologia EJB foi utilizada para implementar estes componentes.
Figura 3.12: Configuração arquitetural do componente SistemaHotel.
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3.4 Resumo
Neste caṕıtulo foi apresentado um metamodelo conceitual integrado para arquitetura de
software e DBC. O metamodelo é definido em linguagem UML e possui restrições em
linguagem OCL para complementar a descrição de seus elementos. Ainda, cada elemento
existente no metamodelo é definido de acordo com os principais conceitos de arquitetura
de software e de DBC presentes na literatura. Durante o caṕıtulo foi apresentado um
exemplo que ilustra um uso do metamodelo conceitual. Este metamodelo serviu como
base para a infra-estrutura de software para construção de arquiteturas de componentes,
que será apresentada no próximo caṕıtulo.
Caṕıtulo 4
Uma Infra-estrutura de Software
para Apoiar a Construção de
Arquiteturas de Componentes
Neste caṕıtulo é apresentada a infra-estrutura de software para construção de arquitetu-
ras de software baseadas em componentes. Esta infra-estrutura de software usou como
base o metamodelo conceitual integrado para arquitetura de software e DBC, apresentado
no Caṕıtulo 3. A Seção 4.1 apresenta os requisitos identificados e considerados para a
construção da infra-estrutura de software deste trabalho. Estes requisitos influenciaram
na criação dos casos de uso da infra-estrutura, que são apresentados na Seção 4.2. Na
Seção 4.3 é feita uma comparação dos requisitos identificados para a infra-estrutura de
software deste trabalho com os trabalhos relacionados, apresentados na Seção 1.4. Os edi-
tores e ferramentas estão divididos em dois grupos: um grupo relacionado a modelagem
de arquiteturas de software baseadas em componentes, descrito na Seção 4.4, e um grupo
relacionado à materialização destas arquiteturas através de uma implementação, deta-
lhado na Seção 4.5. A Seção 4.6 apresenta as principais soluções e tecnologias utilizadas
para a implementação da infra-estrutura de software deste trabalho.
4.1 Requisitos para a Infra-estrutura de Software
Os requisitos para a infra-estrutura de software para construção de arquiteturas de compo-
nentes foram identificados a partir da análise e do estudo das caracteŕısticas apresentadas
no framework proposto no trabalho de Medvidovic et al. [31]. O trabalho apresenta
um framework para classificação e comparação de ADLs, elaborado a partir do estudo
das principais ADLs existentes. O framework é formado por um conjunto de carac-
teŕısticas para construção de arquiteturas de software, dividido em dois grupos: requi-
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sitos para modelagem de arquiteturas de software e requisitos para ferramentas
de apoio a construção de arquiteturas de software. Apesar do framework apontar
caracteŕısticas no contexto de arquitetura de software em geral, observamos que estas
mesmas caracteŕısticas poderiam ser utilizadas para a elaboração dos requisitos para a
infra-estrutura de software para construção de arquiteturas de componentes. Apenas os
requisitos relacionados a especificação dos componentes arquiteturais foram adaptados.
Em DBC, os pontos de interação dos componentes são especificados por interfaces pro-
vidas e requeridas, e não apenas indicados como pontos de conexão de um componente
arquitetural (conforme apresentado na Seção 1.1 e na Seção 3.1.1).
Na Seção 4.1.1 são apresentados os requisitos para modelagem de arquiteturas de
software baseadas em componente e na Seção 4.1.2 são apresentados os requisitos para as
ferramentas de apoio à construção de arquiteturas de software baseadas em componentes.
4.1.1 Requisitos para modelagem de arquiteturas de componen-
tes
Os requisitos para modelagem de arquiteturas de componentes definem o que deve ser
representado em uma modelagem de uma arquitetura. Estes requisitos, seguindo o fra-
mework proposto por Medvidovic et al., foram divididos em dois grupos: modelagem de
componentes e conectores e modelagem de arquiteturas de componentes. Na modelagem
de componentes e conectores são levados em consideração os requisitos para modelagem
dos elementos que compõem a arquitetura. Para a modelagem de arquiteturas de compo-
nentes são compreendidos os requisitos que agem sobre a arquitetura de componentes de
um sistema, criada a partir da conexão entre os componentes e conectores arquiteturais.
Os requisitos identificados para a modelagem de componentes e conectores são:
1. Interfaces: conforme apresentado na Seção 1.1, as interfaces representam os pon-
tos de conexão entre os componentes ou conectores arquiteturais e o ambiente ex-
terno onde estão inseridos. Estas interfaces foram mapeadas no metamodelo con-
ceitual de especificação de componentes através dos elementos ProvidedInterface,
RequiredInterface e Port.
2. Tipos: um tipo de componente ou conector representa uma classe de elementos
arquiteturais que possuem determinadas caracteŕısticas em comum, conforme apre-
sentado na Seção 2.1.1. Os tipos de componentes e conectores podem ser agrupados
formando um estilo arquitetural. O metamodelo conceitual de estilos arquiteturais,
apresentado na Seção 3.1.2, descreve os elementos necessários para a definição de
estilos arquiteturais e tipos de componentes e conectores.
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3. Semântica: semânticas devem ser atribúıdas a componentes e conectores para
acrescentar informações referentes a seu comportamento. As interfaces acrescen-
tam semântica aos componentes e conectores, porém em um ńıvel mais limitado.
Semânticas de componentes ou conectores podem ser utilizadas para análises em
arquiteturas, com o aux́ılio de ferramentas que interpretem estas semânticas e as
avaliem. Em relação ao metamodelo de arquitetura de software apresentado na
Seção 3.1, informações sobre semântica podem ser adicionadas a elementos da ar-
quitetura (ArchitecturalElement) ou a tipos de elemento da arquitetura (Architec-
turalElementType).
4. Restrições: as restrições são regras impostas sobre os componentes e conectores
arquiteturais. Qualquer violação sobre estas regras leva a modelagem da arqui-
tetura a um estado inconsistente. As restrições podem definir limitações sobre a
estrutura e a semântica de elementos da arquitetura. Estas restrição foram de-
finidas no metamodelo de estilos arquiteturais (Seção 3.1.2), através do elemento
ArchitecturalConstraint.
5. Propriedades Não-Funcionais: para uma arquitetura deve ser posśıvel mode-
lar propriedades não-funcionais, tais como segurança e desempenho. Estas preo-
cupações em um ńıvel maior de abstração permitem análises prévias sobre a ar-
quitetura do sistema. Assim como informações sobre semântica, informações sobre
propriedades não-funcionais podem ser adicionadas a elementos (ArchitecturalEle-
ment) do metamodelo de arquitetura de software ou para tipos de elemento da
arquitetura (ArchitecturalElementType), apresentados na Seção 3.1.
Os requisitos identificados para a modelagem de arquiteturas de componentes são:
1. Facilidade de Entendimento: a arquitetura deve permitir que um sistema seja
visualizado em um ńıvel maior de abstração. Por este motivo, a configuração arqui-
tetural deve ser apresentada de uma maneira em que possa ser facilmente entendida,
preferencialmente com o aux́ılio de representações gráficas (diagramas).
2. Decomposição Hierárquica: através da decomposição hierárquica uma arqui-
tetura pode ser descrita em diferentes ńıveis de detalhamento. A decomposição
hierárquica permite a definição de arquiteturas internas a componentes ou conec-
tores arquiteturais. Isto permite maior flexibilidade e poder para a modelagem
das arquiteturas de componentes. O metamodelo de arquitetura de software, apre-
sentado na Seção 3.1.1, apresenta este relacionamento de decomposição hierárquica
através da arquitetura interna que um elemento arquitetural (ArchitecturalElement)
pode possuir.
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3. Escalabilidade: arquiteturas de software facilitam no tratamento da complexi-
dade e do tamanho dos sistemas, pois descrevem estes sistemas em um ńıvel mais
alto de abstração. Isto exige que configurações arquiteturais para sistemas gran-
des e complexos, compostos por um número elevado de componentes e conectores
arquiteturais, possam ser descritas. A decomposição hierárquica de elementos da
arquitetura também auxilia na escalabilidade da arquitetura de software.
4. Heterogeneidade: em uma arquitetura de software os componentes arquitetu-
rais podem possuir diferentes caracteŕısticas, tais como: tamanho, protocolo de
comunicação ou modelo e linguagem de implementação utilizados. Estes diferentes
aspectos devem ser representados nas modelagens das arquiteturas de software ba-
seadas em componentes. Em relação ao metamodelo apresentado na Seção 3.1.2,
estas informações podem ser adicionadas a tipos de elemento da arquitetura (Ar-
chitecturalElementType).
5. Restrições: restrições sobre configurações arquiteturais podem ser utilizadas para
complementar as restrições definidas separadamente para componentes e conectores
arquiteturais. As restrições sobre configurações arquiteturais definem regras a serem
respeitadas quando os componentes e conectores são interligados. Estas restrições
foram definidas no metamodelo de estilos arquiteturais (Seção 3.1.2), através do
elemento ArchitecturalConstraint.
6. Propriedades Não-Funcionais: além das propriedades não-funcionais descritas
para componentes e conectores, deve ser posśıvel definir propriedades não-funcionais
no contexto de uma configuração arquitetural. Estas propriedades poderão ser utili-
zadas para análises prévias sobre a arquitetura de software, juntamente com as pro-
priedades não-funcionais definidas para os componentes e conectores. Informações
sobre propriedades não-funcionais podem ser adicionadas a visões arquiteturais (Ar-
chitecturalView) do metamodelo conceitual de arquitetura de software, apresentado
na Seção 3.1.1.
4.1.2 Requisitos para ferramentas de apoio a construção de ar-
quiteturas de componentes
Além dos requisitos para modelagem de arquiteturas de componentes, os seguintes requi-
sitos foram definidos para a infra-estrutura de software para construção de arquiteturas
de software baseadas em componentes:
1. Descrição em uma ADL: as arquiteturas devem ser descritas em uma lingua-
gem formal que permita uma maior precisão na especificação da arquitetura e que
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possibilite realizar verificações sobre esta descrição. Ainda que a ferramenta possua
um modelo próprio para descrição de arquiteturas, é interessante que estas arqui-
teturas possam ser mapeadas para outras ADLs. Este mapeamento permite que
arquiteturas descritas pela ferramenta possam ser utilizadas em outras ferramentas
para descrição de arquiteturas de software. Este requisito não é listado explicita-
mente como uma caracteŕıstica no framework proposto por Medvidovic et al., pois
todas as ferramentas analisadas para a criação do framework são ferramentas para
manipulações em ADLs.
2. Aux́ılio à modelagem da especificação: além de permitir a modelagem de ar-
quiteturas de software, ferramentas para construção de arquiteturas de componentes
devem guiar o arquiteto durante esta modelagem. A ferramenta pode auxiliar pro-
ativamente o arquiteto, através da emissão de sugestões de ações ou através da
desabilitação de funcionalidades que possam gerar resultados inconsistentes. Outra
forma de aux́ılio é o reativo, onde a ferramenta pode informar o arquiteto quando
a arquitetura se encontrar em um estado não-permitido.
3. Análises: as modelagens de arquiteturas de software podem ser submetidas a
análises. Estas análises podem apontar inconsistências descobertas em um ńıvel
maior de abstração de um sistema de software, permitindo a descoberta antecipada
de problemas de projeto destes sistemas. As análises são realizadas avaliando a
estrutura da arquitetura, suas propriedades, suas restrições e os tipos de seus ele-
mentos. Encontrar inconsistências a partir de análises é um dos pontos principais
nas ferramentas para construção de arquiteturas de componentes.
4. Refinamento: uma arquitetura de software pode possuir diferentes ńıveis de de-
talhamento, até chegar a uma implementação final do sistema. Estes ńıveis de de-
talhamento representam um refinamento da arquitetura de um ńıvel mais abstrato
até a sua implementação. As ferramentas para construção de arquiteturas de com-
ponentes devem auxiliar este refinamento, disponibilizando maneiras de se rastrear
uma modelagem de arquitetura até a sua implementação em forma de código.
5. Geração de implementação: a geração automática da implementação, em forma
de código, de uma modelagem de arquitetura é outra caracteŕıstica importante das
ferramentas que apóiam a construção de arquiteturas de software. Gerar uma im-
plementação de maneira manual, a partir de uma modelagem de uma arquitetura de
componentes, pode resultar em um sistema que possui uma arquitetura diferente da
esperada. O uso de ferramentas aumenta a possibilidade de conformidade de uma
implementação com sua arquitetura proposta e permite ainda realizar um rastre-
amento desta arquitetura. A implementação gerada pode ser vista como o último
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ńıvel de refinamento de uma arquitetura.
4.2 Casos de Uso
Identificamos e elaboramos os casos de uso da infra-estrutura de software desta dissertação
a partir dos requisitos apresentados na seção anterior. Os casos de uso foram agrupados
em cinco pacotes, conforme apresentado na Figura 4.1. Esta divisão teve como objetivo
agrupar os casos de uso que possúıssem funcionalidades relacionadas, melhorando a vi-
sualização e a descrição dos casos de uso da infra-estrutura de software. Os pacotes de
casos de uso da infra-estrutura de software são:
Figura 4.1: Casos de uso da infra-estrutura para construção de arquiteturas de compo-
nentes.
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Modelar Arquiteturas de Componentes : possui os casos de uso relacionados a
criação, edição e remoção de modelagens de arquiteturas de componentes. Estes
casos de uso implementam os requisitos referentes a modelagem de arquiteturas
de software baseadas em componentes, apresentados na Seção 4.1.1. As funciona-
lidades disponibilizadas por estes casos de uso são apresentadas com detalhes na
Seção 4.4.1.
Modelar Estilos Arquiteturais : possui os casos de uso referentes a modelagem de
estilos arquiteturais. Os requisitos utilizados para criação destes casos de uso fo-
ram os requisitos relacionados a definição de estilos arquiteturais, apresentados na
Seção 4.1.1. As funcionalidades disponibilizadas por estes casos de uso são apresen-
tadas com detalhes na Seção 4.4.2.
Verificar Arquiteturas de Componentes : possui os casos de uso para realização de
verificações sobre as modelagens das arquiteturas de software baseadas em compo-
nentes. Foram implementados nestes casos de uso os requisitos “Aux́ılio à mode-
lagem da especificação” e “Análises”, apresentados na Seção 4.1.2. As funcio-
nalidades disponibilizadas por estes casos de uso são apresentadas com detalhes na
Seção 4.4.3.
Importar e Exportar Arquiteturas de Componentes : possui os casos de uso que
realizam a interoperabilidade de modelagens de arquiteturas de software baseadas
em componentes com outras ferramentas de construção de arquiteturas. Estes casos
de uso implementam o requisito “Análises”, apresentado na Seção 4.1.2. Através
da exportação de arquiteturas é posśıvel utilizar outras ferramentas que realizam
análises sobre arquiteturas modeladas em linguagem Acme. O requisito “Descrição
em uma ADL”, descrito na Seção 4.1.2, também é implementado neste pacote
de casos de uso. As funcionalidades disponibilizadas por estes casos de uso são
apresentadas com detalhes na Seção 4.4.4.
Implementar Arquiteturas de Componentes : possui os casos de uso para modelar
uma implementação de uma arquitetura de componentes (através de uma confi-
guração arquitetural de componentes) e gerar código desta arquitetura no modelo
COSMOS (apresentado na Seção 2.5). Estes casos de uso implementam os requisitos
“Refinamento” e “Geração de implementação”, apresentados na Seção 4.1.2.
As funcionalidades disponibilizadas por estes casos de uso são apresentadas com
detalhes na Seção 4.5.1 e na Seção 4.5.2.
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4.3 Comparação com Outras Ferramentas de Arqui-
teturas de Componentes
Na Seção 1.4 foram apresentadas ferramentas que auxiliam na descrição de arquiteturas
de software para sistemas baseados em componentes. As ferramentas apresentadas foram
o AcmeStudio [44], o GME [28, 25], o Cadena [13], o Odyssey [9] e o PICML [4, 5].
Esta seção apresenta uma tabela comparativa entre estas ferramentas e a infra-estrutura
de software proposta neste trabalho. Para a comparação foram utilizados os requisitos
apresentados na Seção 4.1 e foi adicionada também a caracteŕıstica “Inserção dentro de
um ambiente DBC ”. Esta caracteŕıstica foi inserida pois é interessante que as arquiteturas
de componentes produzidas possam ser integradas a outras ferramentas, possibilitando um
maior ganho na contrução de sistemas DBC. Para cada caracteŕıstica contida na tabela
foi atribúıdo um dos seguindos valores: S (Sim), N (Não) ou P (Parcial).
Tabela 4.1: Funcionalidades disponibilizadas pelas ferramentas.




S P P S S P
Descrição em uma ADL P S N S P N
Aux́ılio a modelagem S S P S S P
Análises S S P S P P
Refinamento S S S N S S
Geração de Imple-
mentação
S P N S S S
Inserção dentro de um
ambiente DBC
S N N S S S
4.4 Ferramentas para Modelagem de Arquiteturas de
Software Baseadas em Componentes
No contexto de modelagem de arquiteturas de software baseadas em componentes, a infra-
estrutura de software é composta pelas ferramentas: (i) Editor de Arquiteturas, (ii) Editor
de Estilos Arquiteturais, (iv) Verificador de Arquiteturas e (iv) Importador/Exportador
de Arquiteturas, conforme apresentado na Figura 4.2. Através do Editor de Componentes,
existente no ambiente Bellatrix, arquitetos e desenvolvedores de software podem criar
especificações de componentes de software. No Editor de Arquiteturas estas especificações
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Figura 4.2: Visão geral das ferramenta de modelagem de arquiteturas de componentes.
de componentes podem ser utilizadas para criar modelagens de arquiteturas de compo-
nentes. Estas modelagens de arquiteturas podem ser associadas a estilos arquiteturais
previamente descritos pelo Editor de Estilos. As arquiteturas de componentes podem ser
exportadas ou importadas através do Importador/Exportador de Arquiteturas, utilizando
a linguagem Acme. O Verificador de Arquiteturas permite que análises sejam realizadas
sobre as arquiteturas de componentes modeladas.
As próximas seções detalham as ferramentas para modelagem de arquiteturas de soft-
ware baseadas em componentes.
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4.4.1 Editor de Arquiteturas de Componentes
O editor de arquiteturas é responsável por criar modelagens de arquiteturas de com-
ponentes. Conforme descrito no metamodelo de arquiteturas de software baseadas em
componentes, apresentado na Seção 3.2.3, uma arquitetura de componentes sempre re-
presenta a implementação de uma especificação de um componente de software. Esta
especificação pode ser um componente que represente o próprio sistema de software, ou
ainda algum outro componente de software que possua uma arquitetura interna. Isso
permite a decomposição hierárquica em ńıveis ilimitados de detalhamento.
As principais funcionalidades disponibilizadas pelo editor são:
• Inserção de componentes: as especificações de componentes são previamente
descritas com o aux́ılio do editor de componentes, presente no ambiente Bellatrix.
O editor permite que uma mesma especificação seja utilizada mais de uma vez em
uma arquitetura, conforme representado no metamodelo conceitual de componentes
compostos (Seção 3.2.3).
• Inserção de conectores: assim como os componentes, os conectores também po-
dem ser previamente especificados no editor de componentes e então inseridos em
uma modelagem de arquitetura de componentes. Porém, o editor de arquiteturas
exige que toda comunicação entre componentes arquiteturais deva passar por um
conector. Por este motivo, o editor permite a criação automática de conectores
quando dois componentes são interligados.
• Conexão de interfaces: o editor permite a conexão entre interfaces providas e
requeridas de componentes e conectores da arquitetura.
• Mapeamento entre interfaces internas e interfaces externas: como as ar-
quiteturas sempre representam a implementação de uma especificação de um com-
ponente de software, é posśıvel mapear as interfaces desta especificação externa
com as interfaces dos componentes de software de sua arquitetura interna. Este
mapeamento é válido tanto para as interfaces providas quanto para as interfaces
requeridas.
As arquiteturas podem ainda seguir um ou mais estilos arquiteturais. Os estilos arqui-
teturais devem estar descritos em linguagem Acme para serem associados a arquiteturas.
Quando um estilo é adicionado a uma arquitetura de componentes, todos os tipos de com-
ponentes e conectores deste estilo são disponibilizados pelo editor para serem utilizados
na arquitetura. O editor disponibiliza ainda um painel onde os valores das propriedades
arquiteturais, herdadas dos tipos de componentes e conectores, podem ser manipuladas.
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A Figura 4.3 apresenta um exemplo de uma arquitetura de componentes criada no
editor de arquiteturas. À esquerda da figura são apresentados os artefatos produzidos
durante a especificação das interfaces, dos componentes e da arquitetura de componente.
Na parte central se encontra o editor gráfico onde as arquiteturas de componentes são
criadas. Neste exemplo, a arquitetura é formada pelos componentes Comp1 , Comp2 e
Comp3 e pelos conectores ConectorComp1Comp2 e ConectorComp2Comp3. O componente
maior, que engloba a arquitetura de componentes, é o componente de software que possui
essa arquitetura interna. No exemplo, este componente representa o próprio sistema. Na
arquitetura é posśıvel observar ainda as conexões entre as interfaces providas e requeridas
dos componentes e o mapeamento entre a interface I1 do componente Comp1 e a interface
I1 do componente Sistema.
Figura 4.3: Exemplo de uma arquitetura de componentes.
No exemplo apresentado na Figura 4.3, a arquitetura segue o estilo arquitetural Ca-
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madas (o estilo em camadas foi definido na Seção 2.1.1 e um exemplo de implementação
deste estilo através do Editor de Estilos é apresentado na Seção 4.4.2). Os componentes
Comp1, Comp2 e Comp3 são do tipo camada, sendo Comp1 pertencente a camada 2 e os
componentes Comp2 e Comp3 pertencentes a camada 1. Na figura, a propriedade numero
do componente Comp2 está sendo exibida no painel Architecture Properties.
4.4.2 Editor de Estilos Arquiteturais
Através do Editor de Estilos Arquiteturais é posśıvel definir estilos arquiteturais que
representem determinadas famı́lias ou classes de sistemas. Os estilos são compostos por
tipos de componentes e conectores (conforme apresentado nas Seções 2.1.1 e 3.1.2). Estes
tipos são especificados através de um conjunto de propriedades e de um conjunto de
restrições. As propriedades descrevem a semântica e as propriedades não-funcionais para
os tipos de elementos arquiteturais. As restrições podem ser impostas sobre a estrutura
da arquitetura ou sobre as propriedades dos tipos dos elementos arquiteturais.
Os estilos arquiteturais devem ser descritos em uma ADL para permitir que arqui-
teturas constrúıdas segundo determinados estilos possam ser analisadas, garantindo sua
conformidade com as restrições impostas por sua classe de sistemas. A ADL escolhida
para especificar os estilos arquiteturais foi a linguagem Acme, pois permite a descrição
de restrições arquiteturais genéricas, que podem englobar diferentes aspectos da famı́lia
(a linguagem Acme foi apresentada na Seção 2.1.2). A ADL Acme permite ainda maior
integração com outras ferramentas, dado que a linguagem se propõe a ser uma linguagem
de intercâmbio entre ADLs.
O Editor de Estilos Arquiteturais é o único editor da infra-estrutura de software deste
trabalho que foi totalmente reaproveitado de outro ambiente, o AcmeStudio. O AcmeStu-
dio foi constrúıdo através de um conjunto de plug-ins para o ambiente Eclipse e já possui
todas as funcionalidades necessárias para especificar estilos arquiteturais em linguagem
Acme. Desta forma, os plug-ins do AcmeStudio referentes a edição de estilos arquiteturais
foram utilizados dentro da infra-estrutura de software para construção de arquiteturas de
componentes.
O editor permite a modelagem de estilos arquiteturais diretamente em forma de texto
em linguagem Acme ou com o aux́ılio de um editor gráfico. O editor em formato texto
guia a especificação do estilo através de um verificador de sintaxe para a linguagem Acme.
Com a utilização do editor gráfico é posśıvel criar os tipos de componentes e conectores
com o aux́ılio de janelas e atribuir propriedades e restrições sobre os tipos dos componentes
e conectores arquiteturais. O editor possui ainda um verificador para a linguagem Armani
(apresentada na Seção 2.1.2), auxiliando o arquiteto durante a definição das restrições.
A Figura 4.4 apresenta um exemplo de um estilo arquitetural definido utilizando o
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Figura 4.4: Editor de Estilos - modo texto.
modo texto do editor de estilos. O estilo criado se chama Camadas e possui o tipo de
componente camada e dois tipos de conectores, entreCamadas e mesmaCamada. O tipo
de componente camada possui a propriedade arquitetural numero, que representa qual o
número da camada a qual o componente pertence. O tipo de conector entreCamadas
realiza a conexão de componentes pertencentes a camadas diferentes e possui a proprie-
dade protocolo, que indica qual o tipo de protocolo utilizado pelo conector para realizar
a comunicação. O tipo de conector mesmaCamada conecta componentes de uma mesma
camada.
Este mesmo estilo pode ser visualizado e manipulado com o aux́ılio do modo gráfico
do editor de estilos, conforme apresentado na Figura 4.5. Os tipos de componentes e
conectores podem ser criados, manipulados ou exclúıdos na janela apresentada na parte
superior da figura. As propriedades arquiteturais e as restrições existentes no estilo e nos
tipos de componentes e conectores podem ser manipuladas na aba Element View, que é
apresentada na parte inferior da figura. As restrições são apresentadas na sub-aba Rules,
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que realiza a verificação da sintaxe das restrições escritas em linguagem Armani.
Outros artif́ıcios são utilizados para aumentar o poder de representação dos tipos,
das propriedades arquiteturais e das restrições. O editor permite a definição de tipos
de propriedades arquiteturais, que podem representar estruturas mais complexas para
os valores das propriedades arquiteturais. Sem a utilização de tipos de propriedades,
apenas tipos primitivos poderiam ser utilizados para as propriedades arquiteturais, tais
como inteiros e strings. É posśıvel também utilizar tipos de portas para os componentes
e conectores e descrever restrições sobre estes tipos. Ainda, a linguagem Acme permite
que os tipos de elementos arquiteturais possam referenciar outros tipos, utilizando um
relacionamento de herança. Isto permite maior poder na especificação dos estilos.
Figura 4.5: Editor de Estilos - modo gráfico.
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4.4.3 Verificador de Arquiteturas de Componentes
As arquiteturas de componentes modeladas no editor de arquiteturas podem ser verifica-
das pelo Verificador de Arquiteturas. O verificador pode ser executado através do painel
Architecture Style Validator presente no editor de arquiteturas, conforme apresentado na
Figura 4.6. A função do verificador é analisar a conformidade da arquitetura de compo-
nentes com as restrições impostas por seus estilos arquiteturais. Caso a arquitetura de
componentes não siga nenhum estilo arquitetural, nenhuma análise é realizada.
Figura 4.6: Exemplo de uma validação de uma arquitetura de componentes.
Por utilizar a linguagem Acme para a modelagem dos estilos arquiteturais, o valida-
dor de arquiteturas analisa restrições arquiteturais amplas e genéricas, de acordo com as
cláusulas escritas em linguagem Armani. O validador realiza a análise de acordo com
os tipos atribúıdos aos elementos da arquitetura e através dos valores definidos para as
propriedades arquiteturais definidas para cada elemento. Caso sejam encontradas in-
consistências na arquitetura, os erros são apresentados em um campo texto, conforme
apresentado na Figura 4.6. O validador permite ainda a personalização das mensagens de
erro que serão exibidas quando inconsistências forem encontradas. Na linguagem Acme é
posśıvel inserir comentários acima de cada uma das cláusulas de restrição definidas para
um estilo. Estes comentários são recuperados e exibidos quando alguma inconsistência é
encontrada durante a verificação.
A Figura 4.7 apresenta um exemplo de uma cláusula que possui uma mensagem de
erro personalizada. Esta mensagem foi emitida porque a cláusula não foi satisfeita para
a arquitetura em questão.
4.4.4 Importador/Exportador de Arquiteturas de Componentes
A infra-estrutura de software deste trabalho possibilita sua integração com outras ferra-
mentas de construção de arquiteturas de componentes, através do Importador/Exportador
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Figura 4.7: Exemplo de uma mensagem de erro do validador de arquiteturas.
de Arquiteturas. A importação de arquiteturas modeladas por outras ferramentas é im-
portante pois permite o reaproveitamento e migração de especificações de arquiteturas
para o ambiente Bellatrix. Por outro lado, a exportação de arquiteturas é interessante
pois possibilita que outras ferramentas para análise de arquiteturas possam ser utilizadas.
Apesar do verificador realizar análises genéricas sobre as arquiteturas de componentes,
algumas ferramentas já foram desenvolvidas para determinadas classes de interesse. Um
exemplo é o Aereal [23], um framework que analisa os fluxos excepcionais dos componentes
de uma arquitetura de software baseada em componentes.
A linguagem utilizada para a importação e exportação de arquiteturas é a ADL Acme,
devido a sua capacidade de atuar como uma linguagem de intercâmbio entre ADLs (con-
forme Seção 2.1.2). Porém, como a linguagem Acme é destinada para a representação
de arquiteturas de software, não se restringindo para arquiteturas de sistemas baseados
em componentes, alguns conceitos existentes em DBC não estão compreendidos na lin-
guagem. A principal limitação está na especificação dos componentes, em especial as
interfaces providas e requeridas. Na linguagem Acme, os pontos de interação entre os
componentes e conectores arquiteturais são representados apenas como portas.
Um estilo arquitetural para DBC foi definido para solucionar o problema de estrutu-
rar as portas dos componentes arquiteturais como interfaces providas ou requeridas. Este
estilo define um conjunto de tipos de propriedades arquiteturais estruturado de forma a
representar as interfaces providas e requeridas, assim como suas operações. A Figura 4.8
apresenta como um componente Comp1 seria exportado pela ferramenta, utilizando o es-
tilo arquitetural DBC. O componente possui uma interface provida I1, composta pela
operação operacao1. A operação possui os parâmetros param1 (de tipo int) e param2 (de
tipo String). Este estilo DBC possibilita que descrições de arquiteturas sejam exportadas
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pela ferramenta sem perder as informações pertencentes às interfaces dos componentes.
Ainda, o estilo DBC deve ser utilizado para a importação de arquiteturas. O estilo arqui-
tetural DBC deve ser associado a uma arquitetura descrita em linguagem Acme e as portas
de seus componentes e conectores devem receber tipos, definindo assim quais portas re-
presentam suas interfaces providas e quais portas representam suas interfaces requeridas.
A definição completa do estilo DBC em linguagem Acme se encontra no Apêndice B.
Figura 4.8: Exemplo de um componente que segue o estilo DBC.
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4.5 Ferramentas para Construção de Arquiteturas de
Software Baseadas em Componentes
Duas ferramentas são responsáveis pela materialização de uma arquitetura de software
baseada em componentes em código, conforme apresentado na Figura 4.9. O Editor de
Configurações é responsável por mapear uma arquitetura de componentes em uma imple-
mentação, modelando como esta arquitetura está sendo refletida em código. Para isso ele
utiliza como entrada uma modelagem de uma arquitetura de componentes. O Gerador
de Código recupera uma modelagem de uma configuração arquitetural de componentes e
a materializa em código seguindo o modelo COSMOS. As próximas seções apresenta com
detalhes estas duas ferramentas.
Figura 4.9: Visão geral das ferramentas para construção de arquiteturas de componentes.
4.5.1 Editor de Configuração de Componentes
O objetivo do editor de configurações é descrever como uma arquitetura de componentes
foi implementada, ou seja, descrever como uma arquitetura foi materializada em forma de
um sistema executável. Para isto é necessário definir, para cada componente e conector
da arquitetura, qual a sua implementação.
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Conforme descrito no metamodelo de configuração de componentes apresentado na
Seção 3.3 do Caṕıtulo 3, os componentes de software e os conectores de uma arquitetura
possuem instâncias concretas, que podem ser de dois tipos: componentes elementares
ou sistemas concretos. No editor de configurações um componente elementar é definido
através das informações de: localização - determina o local onde a implementação deste
componente se encontra - e tecnologia ou modelo de componente utilizado.
Os sistemas concretos são representados por outras configurações de componentes.
Este caso ocorrerá quando um componente ou conector de um arquitetura possuir uma
arquitetura interna. Esta arquitetura interna possuirá uma configuração de componentes
que a materializa. Esta configuração de componentes poderá ser utilizada como um
sistema concreto.
A Figura 4.10 apresenta uma configuração arquitetural para a arquitetura apresentada
na Figura 4.3. O painel Properties, que é apresentado na parte inferior da figura, permite
que as informações sobre as implementações dos componentes e conectores sejam exibidas
e manipuladas. Neste exemplo, a implementação para o componente Comp1 foi definida
como sendo uma implementação em linguagem Java.
4.5.2 Geração de Código em Modelo COSMOS
Como já discutido anteriormente (Seção 4.1.2), é muito interessante que a arquitetura de
software de um sistema possa ser materializada em código de forma automática, garan-
tindo que a implementação da arquitetura segue sua especificação. O modelo de com-
ponentes COSMOS é uma forma de materializar os componentes arquiteturais em forma
de código através da utilização de uma linguagem orientada-a-objetos, conforme descrito
na Seção 2.5. Porém, a implementação manual de uma arquitetura seguindo o modelo
COSMOS possui duas dificuldades: (1) trabalho elevado para a criação das estruturas
impostas pelo modelo (pacotes, componentes e interfaces) e (2) possibilidade de erros
durante a implementação manual de uma especificação de uma arquitetura, o que pode
gerar inconsistências com a especificação da arquitetura proposta. O uso de uma ferra-
menta que automatize esta geração de código em modelo COSMOS permite que o código
de um sistema seja gerado mais rapidamente e com maior fidelidade em relação à sua
especificação.
O gerador de código realiza a conversão automática de uma especificação de uma
arquitetura de componentes em uma implementação em código Java, seguindo o Modelo
COSMOS. O gerador de código cria os seguintes elementos para uma implementação de
uma arquitetura:
• Estrutura: O gerador de código cria todos os pacotes, classes e interfaces descritas
no modelo COSMOS para todos os componentes e conectores existente na arquite-
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Figura 4.10: Exemplo de uma configuração de componentes.
tura, respeitando os relacionamentos existentes. O modelo COSMOS foi estendido
para dar apoio aos sistemas que utilizam tipos de dados em suas interfaces. Um
pacote dt foi inclúıdo dentro do pacote de especificação (spec) para armazenar os
tipos de dados. Este pacote deve conter classes públicas que representem os tipos
de dados utilizados pelas interfaces providas e requeridas de um componente. Estas
classes devem conter apenas um conjunto de atributos que podem ser alterados ou
recuperados. A Figura 4.11 apresenta um exemplo de um componente a que possui
o pacote dt para seus tipos de dados.
Caso os componentes e conectores da arquitetura possuam arquiteturas internas, as
estruturas internas também serão geradas, em todos os ńıveis existentes de decom-
posição. Todos estes ńıveis de estruturas, criadas nos diferentes ńıveis de detalha-
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Figura 4.11: Evolução do modelo COSMOS para representar tipos de dados.
mento da arquitetura, garantem que toda a estrutura especificada para a arquitetura
está mapeada em código.
• Código de instanciação: o gerador de código não se limita a gerar apenas a estru-
tura dos componentes e conectores. O gerador de código cria também todo o código
de instanciação para os componentes e conectores. Como todas as arquiteturas
possuem um componente externo materializado em código, a implementação deste
componentes (ou conector) externo é responsável por instanciar cada componente
e conector de sua arquitetura. Para conectar os componentes a seus conectores,
o código de instanciação recupera as classes dos conectores que implementam as
interfaces requeridas de cada componente, de acordo com os relacionamentos pre-
sentes na arquitetura, e as passam aos componentes que requerem estas interfaces.
Isto garante uma correta instanciação dos componentes e conectores e uma correta
conexão entre as interfaces providas e requeridas.
• Ligação entre interfaces internas e externas: as especificações de arquiteturas
de componentes definem mapeamentos entre interfaces pertencentes ao componente
externo da arquitetura e as interfaces dos componentes internos. O gerador de código
cria estes mapeamentos através de classes que implementam estas interfaces providas
externas e usam as interfaces pertencentes a arquitetura interna do componente ou
conector. De forma análoga, as interfaces requeridas também são mapeadas através
de classes.
Apesar do gerador de código ser restrito a gerar implementações em código Java se-
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guindo o modelo COSMOS, a estrutura extenśıvel do ambiente Eclipse através da inclusão
de plug-ins permite que outros geradores de código para diferentes tecnologias e modelos
possam ser inclúıdos na ferramenta. Isto é facilitado porque as arquiteturas estão especifi-
cadas sobre metamodelos conceituais que englobam os conceitos presentes em arquitetura
de software e DBC.
4.6 Implementação da Ferramenta
Esta seção descreve a arquitetura interna da infra-estrutura de software para construção
de arquiteturas de componentes e as soluções de projeto e técnicas utilizadas para a sua
construção. A linguagem de programação Java foi utilizada para a implementação da
infra-estrutura de software, dado que as ferramentas foram desenvolvidas como extensões
da ambiente Eclipse (o ambiente Eclipse foi apresentado na Seção 2.4). As próxima seções
apresentam as principais caracteŕısticas e decisões utilizadas durante a construção desta
infra-estrutura de software.
4.6.1 Arquitetura de Componentes da Infra-estrutura de Soft-
ware
A infra-estrutura de software deste trabalho foi internamente desenvolvida baseada em
componentes de software. O processo de desenvolvimento utilizado para a especificação
dos componentes e da arquitetura da infra-estrutura de software foi o processo UML
Components, apresentado na Seção 2.3.
De acordo com o processo UML Components, a primeira fase é a de requisitos,
onde os casos de uso devem ser descritos e um modelo conceitual de negócio (do inglês:
business conceptual model) deve ser elaborado. Os casos de uso foram especificados e
detalhados em dois relatórios técnicos [54, 35] e o modelo conceitual de negócio utilizado
foi o metamodelo conceitual apresentado no Caṕıtulo 3.
Na fase de especificação de componentes do processo UML Components os casos
de uso e o modelo conceitual de negócio são utilizados para identificar as interfaces de
sistema e as interfaces de negócio. Estas interfaces irão guiar a identificação dos compo-
nentes de sistema e dos componentes de negócio. As interfaces de sistema das ferramentas,
incluindo suas operações, foram descritas a partir das especificações dos casos de uso. As
interfaces de sistema foram então agrupadas segundo suas funcionalidades, formando os
componentes de software de sistema. Os componentes de sistema resultantes deste agru-
pamento foram: o componente ArchitectureSystem, responsável pelas funcionalidades
ligadas à especificação de uma arquitetura; e o componente ImplementationSystem, res-
ponsável pelas funcionalidades referentes à concretização da arquitetura de componentes
4.6. Implementação da Ferramenta 61
em forma de implementação.
As interfaces de negócio foram identificadas a partir dos elementos centrais existentes
no metamodelo conceitual. Foram selecionados o elemento Especificaç~aoDeComponente
(ComponentSpecification) e o elemento ImplementacaoDeComponente (ComponentImple-
mentation), que resultaram nas interfaces de negócio IComponentSpecificationMgt e
IComponentImplementationMgt. A interface IComponentSpecificationMgt contém as
operações que permitem recuperar informações sobre especificações de componentes (ou
conectores). A interface IComponentImplementationMgt contem todas as operações re-
ferentes a criação, manipulação e recuperação sobre todos os demais elementos que repre-
sentam uma arquitetura. Estas operações incluem conexões entre interfaces, mapeamento
de interfaces, entre outros.
Os componentes de negócio das ferramentas foram identificados a partir das interfaces
de negócio: ComponentSpecificationMgr e ComponentImplementationMgr. O compo-
nente ComponentSpecificationMgr faz parte da arquitetura de componentes do ambiente
Bellatrix. O componente de sistema ArchitectureSystem utilizou os serviços providos
pelo componente ComponentSpecificationMgr, realizando a ligação entre as ferramentas
para construção de arquiteturas de componentes e os editores e ferramentas relaciona-
dos a especificação de componentes existentes no ambiente Bellatrix. A Figura 4.12
apresenta a arquitetura interna de componentes da infra-estrutura de software para cons-
trução de arquiteturas de componentes. As interfaces ArchitectureSystemProvidedIn-
terfaces e ImplementationSystemProvidedInterfaces representam o conjunto de in-
terfaces providas disponibilizadas pelos componentes de sistema ArchitectureSystem
e ImplementationSystem, respectivamente. Esta forma de notação foi utilizada para
facilitar a exibição da arquitetura de componentes da infra-estrutura de software deste
trabalho. Os conectores também não foram exibidos na figura para facilitar a sua com-
preensão. Para cada conexão entre interfaces providas e requeridas apresentada na figura
existe um conector que a materializa.
Além da arquitetura de componentes apresentada na Figura 4.12, a camada de apre-
sentação da infra-estrutura de software segue um modelo em estilo MVC (do inglês: Model
View Control) [11]. A principal imposição para a utilização deste modelo foi a adoção da
tecnologia GEF (Graphical Editing Framework) [22], um projeto que facilita a construção
de editores gráficos no ambiente Eclipse. A Figura 4.13 apresenta uma visão geral do
estilo MVC adotado para a infra-estrutura de software. O Modelo é responsável por
manipular os dados e as operações da aplicação, sem se preocupar com a maneira como
estes dados e operações serão apresentados para o usuário. A parte de exibição dos dados
do modelo é responsabilidade da Visão. Diferentes visões podem apresentar os dados
de um modelo de diferentes maneiras. Estas visões devem se registrar no modelo para
que possam ser notificadas quando o modelo sofrer alguma alteração. O Controle, ou
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Figura 4.12: Arquitetura de componentes da infra-estrutura de software.
controlador, interpreta as interações do usuário com as visões, alterando o modelo quando
necessário.
A arquitetura de componentes, apresentada na Figura 4.12, atua como o modelo
neste estilo MVC. Os componentes de sistema da ferramenta disponibilizam as operações
necessárias para a manipulação das descrições de arquiteturas, porém sem se preocupar
com a forma como são exibidas. Os elementos de visão e de controle realizam a exibição
das arquiteturas e as interações com os usuários.
4.6.2 Modelo de Componente Utilizado
Apesar das ferramentas para construção de arquiteturas de componentes terem sido desen-
volvidas como um conjunto de plug-ins para o ambiente Eclipse, apenas a utilização destes
módulos (plug-ins) não é suficiente para representar as caracteŕısticas desejáveis para um
componente de software [30]. Entre as limitações da estrutura de plug-ins podemos res-
saltar: (1) ausência de formas para declarar componentes requeridos como obrigatórios; e
(2) ausência de conectores expĺıcitos. Ainda, não é posśıvel definir interfaces requeridas,
somente pacotes ou plug-ins requeridos.
Uma adaptação do modelo COSMOS foi desenvolvida para ser utilizada como um con-
junto de plug-ins do Eclipse para compensar estas deficiências apresentadas pelo modelo
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Figura 4.13: Estilo arquitetural MVC utilizado pela infra-estrutura de software.
de plug-ins. A estrutura de pacotes, classes e interfaces do modelo COSMOS foi man-
tida. Um conjunto de artif́ıcios foi utilizado para possibilitar a instanciação e conexão
dos componentes e conectores. Uma explicação detalhada do modelo de componentes que
combina o modelo COSMOS e os plug-ins do Eclipse pode ser encontrada em [52].
4.6.3 Implementação do Metamodelo
O modelo sobre o qual a infra-estrutura de software foi desenvolvida seguiu o metamodelo
conceitual de arquitetura de software e DBC apresentado no Caṕıtulo 3. A tecnologia
EMF (Eclipse Modeling Framework) [21], um subprojeto do projeto Eclipse, foi utilizada
para facilitar a implementação do modelo e garantir sua conformidade com o metamodelo
conceitual. A tecnologia EMF permite que sejam criadas implementações em lingua-
gem Java que representem determinados modelos. Estas implementações possibilitam a
criação, manipulação e persistência de instâncias destes modelos. Por padrão, a tecno-
logia EMF realiza a persistência destas instâncias de modelos em arquivos em formato
XML [55].
Para a geração automática deste modelo em linguagem Java o EMF disponibiliza al-
gumas opções para a especificação do modelo. Entre as posśıveis opções está a ferramenta
EclipseUML [39], que é uma ferramenta para modelagem de sistemas orientados-a-objetos
utilizando a linguagem UML [7]. O EclipseUML permite que sejam criados diagramas de
classes que representam modelos para a linguagem EMF.
A utilização da ferramenta EclipseUML e da tecnologia EMF aumentam a conformi-
dade do modelo utilizado pela infra-estrutura de software deste trabalho e o metamodelo
conceitual. Desta maneira, todos os elementos descritos no metamodelo conceitual são
tratados e manipulados pelas ferramentas para construção de arquiteturas de software
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baseadas em componentes, com exceção do modelo que descreve os elementos referentes
a estilos arquiteturais, que será discutido na próxima seção.
Além dos elementos contidos no metamodelo conceitual, outras informações são ne-
cessárias para criar e persistir os diagramas que representam uma especificação de arqui-
tetura. Informações como posicionamento de um componente na tela ou o tamanho de
exibição de um componente precisam ser manipuladas e persistidas durante uma descrição
de uma arquitetura de componentes. Para representar estes elementos de forma a não
interferir nos elementos centrais de uma especificação de arquitetura, eles foram separados
e colocadas em pacotes diferentes do modelo central da infra-estrutura de software. As
vantagens obtidas nesta abordagem são: (1) maior clareza no modelo gerado, permitindo
que outras ferramentas possam ler informações referentes à descrição da arquitetura e (2)
maior flexibilidade na manipulação do modelo, pois diferentes diagramas podem exibir o
modelo de diferentes maneiras.
Implementação do Metamodelo de Estilos Arquiteturais
A parte do metamodelo conceitual de arquitetura de software relacionada a estilos e
propriedades arquiteturais não foi implementada utilizando a tecnologia EMF, mas sim
a biblioteca AcmeLib. Através da biblioteca é posśıvel manipular estilos arquiteturais e
propriedades arquiteturais, que podem ser persistidos em linguagem Acme. A biblioteca
AcmeLib foi utilizada para a manipulação destes elementos pois:
1. Os elementos que representam estilos e propriedades arquiteturais no metamodelo
conceitual de arquitetura de software são semelhantes aos elementos existentes na
linguagem Acme, que são disponibilizados na biblioteca Acmelib;
2. O Editor de estilos arquiteturais da infra-estrutura de software desta dissertação é
o AcmeStudio, que cria estilos arquiteturais em linguagem Acme;
3. A biblioteca AcmeLib possui um verificador que permite analisar se as restrições
impostas pelo estilo estão sendo respeitadas pela arquitetura. Desta maneira basta
traduzir a arquitetura de componentes descrita pelo editor de arquitetura para a
linguagem Acme e utilizar o verificador de restrições existente na biblioteca Acme-
Lib.
Um conjunto de elementos adicionais foram inseridos no modelo EMF para possibilitar
a integração com a biblioteca AcmeLib. Estes elementos foram utilizados como uma ponte
entre os elementos do modelo EMF e os elementos da biblioteca AcmeLib, permitindo
descrições mais completas para as arquiteturas de componentes.
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4.6.4 Tecnologia Utilizada para a Geração de Código em COS-
MOS
Para a geração da implementação das arquiteturas em modelo COSMOS foi utilizada
a tecnologia JET (Java Emitter Templates), uma ferramenta que auxilia na geração de
código. O JET é disponibilizado juntamente com o EMF, permitindo uma maior interação
entre o modelo manipulado em EMF e a geração de código.
Baseado na linguagem Java, o JET utiliza a idéia de templates para a geração de
código. Para cada classe, interface e tipo de dado existente no modelo COSMOS foi
criado um template contendo toda a estrutura de código necessária. Para cada template é
passado um conjunto de informações que possibilita a geração do código para o elemento
representado pelo template. Como o JET é baseado em Java, os objetos que descrevem
uma arquitetura, modelados em EMF, são passados para os templates em JET para que
as informações sejam preenchidas de acordo com a arquitetura em questão.
Por utilizar uma estrutura de templates, geradores de código para outras linguagens
e modelos de implementação de componentes podem ser facilmente adicionados à ferra-
menta, bastando que outros templates sejam criados e utilizados. Estes novos templates
podem ser adicionados à ferramenta como um conjunto de plug-ins do Eclipse. Estes
geradores de código podem ser constrúıdos seguindo a mesma estrutura utilizada em JET
para a geração de código em modelo COSMOS.
4.7 Resumo
Este caṕıtulo apresentou todas as ferramentas que compõem a infra-estrutura de software
para construção de arquiteturas de software baseadas em componentes. As ferramentas
foram desenvolvidas a partir de requisitos para modelagem e construção de arquiteturas
de componentes e dos casos de uso identificados. As ferramentas são divididas em um
conjunto de ferramentas para modelagem e verificação de arquiteturas de componentes
e um conjunto para construção destas arquiteturas. A arquitetura de componentes da
infra-estrutura de software também foi apresentada, juntamente o modelo de componentes
utilizado e as principais tecnologias envolvidas. No próximo caṕıtulo são apresentados os
estudos de caso que avaliaram as funcionalidades e a usabilidade das ferramentas.
Caṕıtulo 5
Estudos de Casos de Uso da
Infra-estrutura de Software Proposta
Este caṕıtulo apresenta três estudos de caso realizados para avaliar a infra-estrutura de
software para construção de arquiteturas de software baseadas em componentes. Os es-
tudo de caso abrangeram as principais funcionalidades disponibilizadas pela infra-estrutura
de software deste trabalho, compreendendo diferentes necessidades de uso das ferramentas.
A Seção 5.1 apresenta um estudo de caso realizado para avaliar as ferramentas para
modelagem e verificação de arquiteturas de componentes. Este estudo de caso utilizou
uma especificação de um sistema financeiro para a sua realização. A especificação do
sistema foi passada para quatro voluntários do Instituto de Computação da Unicamp
que utilizaram a infra-estrutura de software deste trabalho para modelar e verificar a
arquitetura de componentes do sistema financeiro.
A Seção 5.2 apresenta um estudo de caso realizado no contexto de um ambiente de
apoio a automação de testes para sistemas DBC. Este estudo foi realizado a partir de
uma necessidade real de um grupo de pesquisas em testes do Instituto de Computação
da Unicamp em gerar, de forma automática, o código em modelo COSMOS para um
ambiente de testes, a partir de sua especificação arquitetural.
A Seção 5.3 apresenta um estudo de caso realizado no contexto de um sistema de
controle de matŕıculas. Este sistema foi implementado para o Centro de Computação da
Unicamp (CCUEC) com o objetivo de ser um protótipo para avaliação do modelo de com-
ponentes COSMOS. Foram avaliadas as funcionalidades para modelagens de arquiteturas
de componentes e para geração de código.
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68 Caṕıtulo 5. Estudos de Casos de Uso da Infra-estrutura de Software Proposta
5.1 Estudo de Caso: Sistema Financeiro
5.1.1 Objetivo
Este estudo de caso foi realizado com o objetivo de avaliar se as funcionalidades dis-
ponibilizadas pela infra-estrutura de software deste trabalho são suficientes para modelar
arquiteturas de componentes e realizar verificações sobre estas arquiteturas. As ferramen-
tas avaliadas foram: editor de estilos arquiteturais (Seção 4.4.2), editor de arquiteturas
(Seção 4.4.1) e verificador de arquiteturas (Seção 4.4.3). Neste estudo de caso não foi
abordada a materialização da arquitetura através de uma implementação, uma vez que
esta funcionalidade será avaliada nos estudos de caso apresentados na Seção 5.2 e na
Seção 5.3. O estudo de caso buscou ainda encontrar posśıveis defeitos e deficiências da
ferramenta, assim como identificar novas funcionalidades a serem acrescentadas e realizar
avaliações sobre sua usabilidade.
5.1.2 Descrição do Estudo de Caso
Este estudo de caso foi realizado em conjunto com o estudo de caso que avaliou o ambiente
Bellatrix [52]. O planejamento e execução dos estudos de caso foram realizados em
conjunto e seus resultados foram avaliados de forma separada. O estudo de caso foi
realizado durante o mês de maio de 2006, levando aproximadamente 2 semanas para ser
conclúıdo.
Para que todas ferramentas relacionados a modelagem e verificação de arquiteturas
de componentes pudessem ser utilizadas e avaliadas no contexto deste estudo de caso era
necessário uma especificação de arquitetura que seguisse pelo menos um estilo arquitetural.
A especificação a ser utilizada no estudo deveria ainda representar uma arquitetura de
componentes de um sistema real, de preferência no contexto de uma empresa.
A especificação escolhida para o estudo de caso foi a de um sistema financeiro, mais
especificamente, o controle de uso de talões de cheque. Esta é uma especificação de um
sistema real de uma empresa de médio porte situada na cidade de São Paulo, que já foi
apresentada e utilizada no contexto de outros trabalhos [10, 41]. Esta especificação utiliza
também dois estilos arquiteturais em sua arquitetura de componentes. A descrição e espe-
cificação do sistema, incluindo seus estilos arquiteturais, são apresentadas nas Seções 5.1.3
e 5.1.4, respectivamente.
A execução do estudo de caso foi realizada pelo autor deste trabalho e por mais quatro
voluntários, todos alunos de pós-graduação do Instituto de Computação da Unicamp.
Os voluntários foram responsáveis pela avaliação das funcionalidades e usabilidade da
ferramenta para a descrição e verificação da arquitetura de componentes. Os voluntários
nunca haviam utilizado anteriormente a ferramenta e todos possúıam conhecimento em
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arquitetura de software para sistemas DBC. A especificação do sistema financeiro foi
passada para os voluntários para que eles pudessem utilizá-la durante o estudo de caso.
Os voluntários foram identificados pelas letras de A a D e identificados da seguinte forma:
• Voluntário A: é um aluno de mestrado é possui experiência profissional em desen-
volvimento de software;
• Voluntário B: é um aluno de mestrado, sem experiência profissional;
• Voluntário C: é um aluno de doutorado que atua no profissionalmente em uma
empresa de desenvolvimento de software;
• Voluntário D: é um aluno de doutorado que possui alguma experiência profissional
(como estagiário).
Um questionário foi elaborado para que os voluntários pudessem avaliar a ferramenta
no contexto deste estudo de caso. Ele foi constrúıdo com base em testes de usabilidade [42]
e procurou colher informações sobre o perfil do usuário, o uso do ambiente em termos das
funcionalidades presentes, a facilidade de aprendizado, sua produtividade e seu sistema
de ajuda. O questionário possibilitou ainda a identificação de problemas e sugestões de
melhoria. O Apêndice C apresenta o questionário elaborado. Como este estudo de caso
não avaliou a materialização da arquitetura através de uma implementação, a Seção C.3
do questionário não foi respondida pelos voluntários.
O estudo de caso foi realizado no Laboratório de Sistemas Distribúıdos (LSD) do
Instituto de Computação da Unicamp. A instalação das ferramentas, juntamente com
as orientações necessárias para o estudo de caso, foram disponibilizadas em uma área
pública para que os voluntários pudessem instalar e realizar a especificação da arquitetura
de componentes com o mı́nimo aux́ılio externo.
5.1.3 Descrição do Sistema
O sistema utilizado neste estudo de caso é um sistema de controle de cheques que pode ser
utilizado por instituições financeiras. Os requisitos básicos identificados para o sistema
são:
1. Requisição de talões de cheques: O cliente pode solicitar talões de cheques,
dirigindo-se a uma agência bancária ou utilizando canais de relacionamento, tais
como telefone ou internet.
2. Entrega de talões de cheques: O operador pode registrar a retirada f́ısica pelo
cliente de talões de cheque solicitados anteriormente.
70 Caṕıtulo 5. Estudos de Casos de Uso da Infra-estrutura de Software Proposta
3. Sustação de cheques: O cliente pode cancelar um determinado número de che-
ques, mediante a informação do motivo para a sustação (por exemplo: roubo do
malote, perda, roubo, entre outros) e da situação dos cheques (por exemplo: em
branco, preenchido e datado, preenchido e não datado).
4. Captura de cheque para compensação: A captura de cheque é feita durante
um depósito de cheque. Esses cheques são capturados e processados para a com-
pensação. A operação de captura é identificada por um número identificador e
registra a data do movimento.
5. Cancelamento do contrato da conta: A qualquer momento, o cliente pode
perder o crédito de sua conta. Dessa forma, o seu contrato deve poder ser cancelado.
6. Cadastramento de limite adicional: Dependendo da necessidade do cliente e
das suas condições de crédito, o cliente pode receber um limite adicional que poderá
ser utilizado por ele.
As funcionalidades “cancelamento do contrato da conta” e “sustação de cheques” de-
vem estar dispońıveis o máximo de tempo posśıvel. Esse atributo de qualidade imposto
pelas regras de negócio tem o objetivo de evitar a utilização de um crédito que já não esteja
dispońıvel. Essa utilização pode ocorrer por parte do cliente, isto é, utilização indevida
de seu limite de crédito, ou por parte de terceiros, isto é, o resgate de cheques cancelados.
Por essa razão, assume-se que essas funcionalidades possuem requisitos cŕıticos de dispo-
nibilidade. A Figura 5.1 apresenta o diagrama contendo os casos de uso identificados para
o sistema a partir das funcionalidades apresentadas acima.
5.1.4 Especificação do Sistema
Esta seção descreve a especificação do sistema de cheques que foi produzida seguindo o
processo MDCE+ [10] - um processo para desenvolvimento de sistemas DBC confiáveis
baseado no processo UML Components [12] (processos para DBC foram apresentados na
Seção 2.2.2). Esta especificação já havia sido elaborada em outro trabalho [10] e foi ape-
nas utilizada neste estudo de caso. Além das restrições impostas pelo UML Components,
a arquitetura adotada para o estudo de caso segue restrições impostas pelo ambiente da
empresa, tais como componentes utilitários e a maneira de acesso aos dados. A Seção 5.1.4
apresenta os estilos arquiteturais utilizados, a Seção 5.1.4 apresenta as especificações dos
componentes identificados para o sistema e a Seção 5.1.4 apresenta a arquitetura de com-
ponentes final do sistema de cheques.

























Figura 5.1: Casos de uso do sistema de cheques.
Estilos Arquiteturais do Sistema
O estilo arquitetural imposto para o sistema de cheques segue um estilo em camadas
“relaxado”, possuindo três camadas horizontais e uma camada vertical, conforme apre-
sentado na Figura 5.2. A camada de Dados é responsável por realizar a intermediação
com as bases de dados da aplicação e as camadas de Sistema e Negócio possuem res-
ponsabilidades análogas às camadas de mesmo nome no processo UML Components. A
camada Utilitário oferece serviços gerais e comuns às camadas de sistema, negócio e da-
dos. Exemplos de serviços desta camada incluem validadores e conversores. As setas na
Figura 5.2 representam o sentido com que uma camada pode chamar o serviço de outra
camada. Por exemplo, a camada de sistema pode utilizar serviços disponibilizados pela
camada de negócio, porém o contrário não é permitido.
Além das camadas impostas para a arquitetura de componentes do sistema, as seguin-
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Figura 5.2: Estilo arquitetural em camadas do sistema de cheques.
tes restrições foram identificadas:
• Todos os componentes do sistema devem estar em uma das camadas do estilo ar-
quitetural;
• Caso um componente de uma camada dependa de serviços de outras camadas, ape-
nas um conector pode ser criado para cada camada a qual este componente se
comunica. Por exemplo, caso um componente da camada de sistema dependa de
dois componentes da camada de negócio, apenas um conector poderá ser criado para
conectar o componente da camada de sistema aos dois componentes da camada de
negócio;
• As dependências entre os componentes devem respeitar os sentidos de comunicação
impostos para as camadas. Por exemplo, um componente da camada de negócios
não pode depender de um componente da camada de sistema. As dependências são
explicitadas através das interfaces providas e requeridas;
• Componentes na arquitetura podem ser identificados como cŕıticos e conectores
podem ser identificados como tolerantes a falhas. Para cada componente cŕıtico na
arquitetura deve existir um conector tolerante a falhas conectado a este componente.
Além do estilo em camadas imposto pela arquitetura, os componentes podem possuir
uma arquitetura interna seguindo o modelo de componente ideal tolerante a falhas. Neste
modelo, a arquitetura interna do componente é constitúıda de um componente normal,
que implementa o comportamento normal, e um ou mais componentes tratadores, que
implementam os tratamentos para as exceções lançadas pelo componente normal.
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Especificação dos Componentes
Os componentes de sistema foram identificados a partir dos casos de uso do sistema
de cheques. Foram identificados os componentes operacoesConta, operacoesTalao,
operacoesChequeCapturado e operacoesChequeSustado. A Tabela 5.1 apresenta as
interfaces de cada componente de sistema e os casos de uso associados a cada uma das
interfaces.
Tabela 5.1: Interfaces e casos de uso para os componentes de sistema.
Componente Interface Caso de Uso




operacoesChequeSustado ISBSustarChequeMgr - Sustar cheques
operacoesChequeCapturado ISBCapturaChequeMgr - Capturar cheques
operacoesConta
ISBCancelaContratoContaMgr - Cancelar contrato
da conta
ISBCadLimiteAdcMgr - Cadastrar limite
adicional
A identificação dos componentes de negócio levou em consideração o reuso de compo-
nentes existentes na empresa. Os componentes identificados foram: gerenciamentoCon-
ta, gerenciamentoColigada, gerenciamentoMovimento e gerenciamentoControleA-
gencia. Estes componentes são responsáveis pelo gerenciamento das contas dos clien-
tes, das coligadas - que são agências do mesmo banco ou de outros bancos, do mo-
vimento bancário e das agências bancárias. Foram ainda identificados os componen-
tes componentePersistencia e componenteMySql na camada de dados e o componente
componenteUtilitario na camada de utilitário.
Arquitetura de Componentes do Sistema
Os componentes do sistema de cheques, identificados e apresentados na Seção 5.1.4, foram
organizados em uma arquitetura de componentes, apresentada na Figura 5.3. Na figura
é posśıvel identificar em qual camada cada componente está inserido. Por motivo de
clareza, a figura abstrai os conectores, que foram criados conforme a seguinte estratégia:
para cada componente foi criado um conector para cada camada diferente com que ele se
comunica.
Considerando que as funcionalidades “cancelamento do contrato da conta” e “sustação
de cheques” devem ter alta disponibilidade, foram identificados como cŕıticos os compo-
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nentes operacoesConta, operacoesChequeSustado e gerenciamentoConta. O compo-
nente gerenciamentoConta foi assim replicado na arquitetura mostrada na Figura 5.3.
Caso alguma falha ocorra no componente gerenciamentoConta, os conectores são res-
ponsáveis por identificar esta falha e começar a utilizar a réplica do componente. Os
componentes operacoesConta e operacoesChequeSustado seguem o modelo de compo-
nente ideal tolerante a falhas. Por este motivo, estes componentes possuem uma arqui-
tetura interna que segue o estilo de componente ideal tolerante a falhas, apresentado na
Seção 5.1.4.
5.1.5 Execução do Estudo de Caso
O estudo de caso foi dividido em três partes: especificação dos estilos arquiteturais, des-
crição da arquitetura de componentes do sistema de cheques e verificação desta arquite-
tura.
A criação dos estilos arquiteturais através do editor de estilos foi realizada pelo autor
deste trabalho. Foram criados dois estilos: CamadasSistemaCheques e Componen-
teIdeal. O estilo CamadasSistemaCheques contem a descrição do estilo em camadas
utilizado pela arquitetura de componentes. Foram definidos quatro tipos de componentes
para este estilo, que são apresentados na Tabela 5.2. Cada um destes tipos possui ainda
a propriedade arquitetural critical, que pode assumir o valor verdadeiro (true) ou falso
(false), indicando se o componente é ou não um componente cŕıtico. O estilo define ainda
dois tipos de conectores, apresentados na Tabela 5.3.
Tabela 5.2: Tipos de componentes do estilo em camadas do sistema de cheques.
Componente Descrição
SystemLayer Componentes pertencentes a camada de sistema.
BusinessLayer Componentes pertencentes a camada de negócio.
DataLayer Componentes pertencentes a camada de dados.
UtilityLayer Componentes pertencentes a camada de utilitários.
Tabela 5.3: Tipos de conectores do estilo em camadas do sistema de cheques.
Conector Descrição
InterLayerConn Conecta componentes de diferentes camadas.
IntraLayerConn Conecta componentes que pertençam a uma mesma camada.
O estilo ComponenteIdeal contem a representação da arquitetura interna de um com-
ponente ideal tolerante a falhas. A Tabela 5.4 e a Tabela 5.5 apresentam, respectivamente,
os componentes e conectores definidos para o estilo.











































































































































































































































































































































































































































































Figura 5.3: Arquitetura de componentes do sistema de cheques.
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Tabela 5.4: Tipos de componentes do estilo do componente ideal do sistema de cheques.
Componente Descrição
NormalBehavior Indica o componente que possui o comportamento normal.
AbnormalBehavior Indica um componente tratador, responsável pela
implementação dos tratamentos para as exceções
lançadas pelo componente normal (NormalBehavior).
Tabela 5.5: Tipos dos conectores do estilo do componente ideal do sistema de cheques.
Conector Descrição
AbnormalBehaviorConn Conecta o componente normal a
um componente tratador.
As estilos arquiteturais foram disponibilizados juntamente com os demais documentos
e artefatos necessários para a execução do estudo de caso para que os voluntários pudessem
utilizá-los na especificação da arquitetura de componentes do sistema de cheques. Cada
voluntário realizou a descrição da arquitetura de componentes utilizando a ferramenta e
preencheu o questionário de avaliação. Utilizando a mesma atribuição de letras para cada
um dos voluntários, as informações coletadas sobre a maneira de utilização da ferramenta
são:
1. Voluntário A: utilizou a ferramenta para descrever a arquitetura de componentes
do sistema, utilizou os estilo arquiteturais disponibilizados e utilizou o verificador de
arquitetura. Ele se auto-avaliou como conhecedor dos conceitos em DBC e arquite-
tura de software e levou aproximadamente quatro horas para criar a arquitetura de
componentes e verificá-la. O voluntário teve alguns problemas na instalação do am-
biente e precisou ainda recorrer ao sistema de ajuda duas vezes durante a avaliação,
nem sempre encontrando a informação que desejava.
2. Voluntário B: utilizou a ferramenta para descrever a arquitetura de componentes
do sistema, utilizou os estilo arquiteturais disponibilizados e utilizou o verificador de
arquitetura. Ele se auto-avaliou como conhecedor dos conceitos em DBC e arquite-
tura de software e levou aproximadamente três horas e meia para criar a arquitetura
de componentes e verificá-la. O voluntário não utilizou o sistema de ajuda.
3. Voluntário C: utilizou a ferramenta para descrever a arquitetura de componentes,
atribuir os estilos, verificar a arquitetura e gerar uma configuração de componentes.
Ele se auto-avaliou como possuindo o conhecimento mı́nimo para a utilização da
ferramenta e levou aproximadamente três horas para executar o estudo de caso. O
voluntário recorreu ao sistema de ajuda várias vezes, nem sempre encontrando a
informação desejada.
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4. Voluntário D: utilizou a ferramenta para descrever a arquitetura de componentes
do sistema e criar sua configuração. Ele se auto-avaliou como tendo pleno domı́nio
sobre os conceitos envolvidos em arquitetura de software e DBC, levando aproxima-
damente uma hora e quarenta minutos para descrever a arquitetura de componentes
e criar sua configuração. O voluntário utilizou o sistema de ajuda duas vezes, con-
seguindo encontrar as informações que necessitava.
5.1.6 Avaliação e Resultados Obtidos
Avaliação Geral
No geral, os voluntários envolvidos na avaliação das ferramentas julgaram satisfatórias
as funcionalidades disponibilizadas e a sua usabilidade. A Tabela 5.6 apresenta as notas
dadas por cada um dos voluntários ao final da avaliação, sendo que cada quesito poderia
ser avaliado com uma nota de 1 (péssimo) a 5 (ótimo). As principais cŕıticas negativas
sobre as ferramentas se concentraram no modo de exibição da arquitetura de componentes
modelada. Foram apontadas dificuldades para organizar os elementos no editor de arqui-
teturas e visualizar a arquitetura de componentes descrita. Apesar disto, foi relatado
que o controle de “zoom” auxiliou a lidar com a complexidade de exibir uma arquitetura
completa e manipulá-la.
Tabela 5.6: Notas atribúıdas pelos voluntários na avaliação das ferramentas.
Quesito usuário A usuário B usuário C usuário D
Funcionalidades presentes 5 5 4 5
Facilidade de aprendizado por
exploração
3 4 3 4
Produtividade e facilidade de
uso
4 3 3 4
Nota geral 4 4 4 4
De acordo com as considerações e sugestões apontadas nas respostas dos questionários,
os seguintes pontos de melhoria foram identificados:
Robustez : durante a utilização das ferramentas foram encontrados seis erros de código
(bugs) que ocasionaram em comportamentos inesperados da ferramenta. Destes er-
ros, apenas um ocasionou em comportamentos inaceitáveis, tornando a ferramenta
imprópria para utilização. Este erro foi encontrado apenas por um dos voluntários
e uma nova versão foi disponibilizada para que o estudo de caso pudesse ser com-
pletado.
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Funcionalidades : foram identificadas nove novas funcionalidades para a ferramenta de
descrição de arquiteturas de componentes. A funcionalidade mais requisitada pelos
voluntários foi a melhoria na exibição da arquitetura, principalmente na forma de
apresentação dos conectores. Foi identificado que os conectores ocupam uma parte
grande na arquitetura de componentes, podendo ser exibidos com ou outro tipo de
notação ou até mesmo outra cor.
Usabilidade : foram identificadas três melhorias de usabilidade para o ambiente: (i)
inserção de teclas de atalho, (ii) possibilidade de arrastar os artefatos que represen-
tam componentes ou conectores diretamente para dentro de uma arquitetura e (ii)
mudança de um texto em um dos editores.
Consolidação dos Resultados
As principais vantagens apontadas pelos voluntários para a infra-estrutura de software
deste trabalho foram: (i) o conjunto de funcionalidades disponibilizado pelas ferramentas
- possibilitando a modelagem de arquiteturas de componentes respeitando os principais
conceitos existentes nas abordagens de arquitetura de software e DBC - e (ii) facilidade
para realizar análises sobre a arquitetura de componentes. A principal desvantagem en-
contrada durante o estudo de caso foi a de organizar e visualizar uma modelagem de uma
arquitetura de componentes através do editor de arquiteturas.
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5.2 Estudo de Caso: Um Ambiente para Testes de
Componentes de Software
5.2.1 Objetivo
O objetivo deste estudo de caso é realizar uma avaliação complementar sobre a usabilidade
e as funcionalidades básicas da infra-estrutura de software para construção de arquitetu-
ras de componentes e avaliar suas funcionalidades ligadas à construção destas arquite-
turas. Foram avaliados o editor de arquiteturas (Seção 4.4.1), o editor de configurações
(Seção 4.5.1) e o gerador de código (Seção 4.5.2). Este estudo de caso visou também
encontrar posśıveis defeitos na ferramenta e colher sugestões de novas funcionalidades.
5.2.2 Descrição do Estudo de Caso
Este estudo de caso foi realizado a partir de uma necessidade real de um grupo de pesquisas
em testes de software do Instituto de Computação da Unicamp. O ambiente de testes foi
internamente projetado baseado em componentes de software, seguindo o processo UML
Components [12]. Os responsáveis por realizar a especificação e a implementação do am-
biente de testes foram dois alunos de mestrado do grupo de pesquisa em testes. Dado
que a especificação da arquitetura de componentes da aplicação alvo estava definida e
existia a necessidade de implementá-la, os responsáveis pelo ambiente decidiram utilizar
a ferramenta de descrição de arquiteturas, juntamente com o ambiente Bellatrix, para
especificar o sistema e obter uma implementação seguindo o modelo COSMOS. Como o
ambiente de testes possui diversas ferramentas e nem todas ferramentas serão implemen-
tadas em uma primeira versão, apenas duas ferramentas foram selecionadas para serem
utilizadas neste estudo de caso. Ainda, ficou combinado que toda a arquitetura modelada
teria seu código gerado, porém apenas a implementação de alguns componentes seria uti-
lizada para avaliar a qualidade do código gerado. O estudo de caso aconteceu durante o
mês de dezembro de 2006 e durou aproximadamente suas semanas.
Como o sistema não possúıa estilos arquiteturais que fossem interessantes de serem
verificados e dado que já existia uma especificação da arquitetura de componentes do
sistema, a preparação do estudo de caso se limitou a disponibilizar uma versão instalável
da infra-estrutura de software deste trabalho em um local público e a preparar e disponi-
bilizar o questionário de avaliação. O questionário elaborado se encontra no Apêndice C
deste documento, porém a Seção C.2 não foi disponibilizada para a avaliação deste estudo
de caso pois não seriam realizadas verificações sobre a arquitetura.
Apesar de um conjunto de alunos do grupo de testes terem participado da elaboração
dos requisitos do sistema, do projeto arquitetural e das especificações de componentes,
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apenas um aluno ficou responsável por realizar a modelagem da arquitetura de compo-
nentes na infra-estrutura de software deste trabalho, gerar o código em modelo COSMOS
e implementar alguns dos componentes da arquitetura. Este aluno está em fase final de
seu projeto de mestrado no Instituto de Computação da Unicamp e possui experiência
profissional de aproximadamente um ano como estagiário.
5.2.3 Descrição do Sistema
O ambiente para testes de componentes de software é composto por um conjunto de fer-
ramentas. No contexto deste estudo de caso, foram abordadas apenas duas ferramentas
existentes no ambiente: a Ferramenta de Geração de Casos de Testes e a Fer-
ramenta de Seleção de Testes de Regressão. A Figura 5.4 apresenta uma visão
geral destas duas ferramentas, que tem como principal objetivo automatizar a geração e
manipulação de casos de teste.
Figura 5.4: Visão geral do ambiente para testes de componentes de software.
A ferramenta de geração de casos de teste recebe como entrada um diagrama de
atividades em formato XMI contendo os fluxos de chamadas de operações que podem ser
realizados durante a execução de um determinado conjunto de casos de uso. A partir
deste diagrama de atividades o usuário informa quais os fluxos ele pretende utilizar para
gerar casos de teste, ou seja, quais os critérios de cobertura. A partir deste diagrama de
atividades e do critério de cobertura é gerado um conjunto de casos de teste. Juntamente
com este conjunto de casos de teste é gerada uma matriz de rastreabilidade, que mapeia os
elementos gerados nos casos de teste para os elementos contidos no diagrama de atividades.
A ferramenta de seleção de testes de regressão auxilia na geração de um novo con-
junto de casos de testes quando o sistema sofre alguma manutenção. Este novo conjunto
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pretende identificar quais casos de teste devem ser utilizados levando em consideração
as manutenções realizadas. Esta ferramenta recebe como entrada os diagramas de ativi-
dades - contendo a especificação original e a especificação após a manutenção ocorrida,
o conjunto de casos de testes original e sua matriz de rastreabilidade. A partir destas
informações e das opções do usuário o novo conjunto de casos de teste é criado.
A Figura 5.5 apresenta o diagrama de casos de uso do ambiente. O usuário interage
com o sistema através dos casos de uso Criar casos de teste, Definir critério de co-
bertura, Editar casos de teste e Analisar modificações para teste de regressão.
Além dos casos de uso do sistema, um modelo conceitual de negócios foi criado para o
ambiente. Este modelo conceitual pode ser encontrado no relatório técnico “Um ambiente
para Testes de Componentes”, a ser publicado no instituto de computação da Unicamp. A
próxima seção apresenta os componentes identificados para o ambiente e a sua arquitetura
interna.
Figura 5.5: Casos de uso do ambiente para testes de componentes de software.
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5.2.4 Especificação do Sistema
O ambiente de testes teve seu projeto arquitetural baseado em componentes de software,
seguindo o processo de desenvolvimento UML Components. Conforme sugerido pelo pro-
cesso, o sistema seguiu o estilo em camadas, sendo dividido nas camadas de sistema e de
negócio. As interfaces de negócio foram identificadas e especificadas a partir dos elemen-
tos contidos no modelo conceitual de negócio. As interfaces identificadas para a camada
de negócio foram: IDadosTesteMgt, IConjuntoTesteMgt, IGrafoMgt, IArquivoXMIMgt
e IMatrixRastreabilidadeMgt. Para cada uma destas interfaces foi criada uma especi-
ficação de um componente de negócio.
As interfaces de sistema foram identificadas a partir dos casos de uso do ambiente, le-
vando em consideração as descrições de seus cenários. Para cada caso de uso que possui in-
teração direta com o usuário do ambiente foi criada uma interface de sistema. As interfaces
de sistema identificadas e especificadas foram: ICriarCasosTeste, IEditarCasosTeste,
IDefinirCriterioCobertura e SistemaTestesRegressao. A partir destas interfaces fo-
ram criadas as especificações dos componentes de sistema: SistemaConjuntoCasosTeste
- responsável por criar e manipular os casos de teste - e SistemaTestesRegressao -
responsável pela análise dos testes para regressão.
A partir das especificações das interfaces, das identificações dos componentes e da
análise das interações entre estes componentes foi definida a arquitetura de componentes
do ambiente, apresentada na Figura 5.6. A arquitetura é composta por dois componen-
tes de sistema e cinco componentes de negócio. Para cada conexão entre interfaces da
arquitetura existe um conector responsável por materializar esta conexão. Os conectores
não são exibidos na Figura 5.6 para facilitar a visualização da arquitetura, porém nove
conectores foram identificados e especificados.
5.2.5 Execução do Estudo de Caso
A execução do estudo de caso foi realizada em três etapas: (1) especificação da arquitetura
apresentada na Seção 5.2.4 utilizando as ferramentas para modelagem de arquiteturas de
componentes, (2) geração automática de código em modelo COSMOS para essa arquite-
tura e (3) preenchimento do questionário de avaliação das ferramentas.
O aluno responsável pela execução do estudo de caso se auto-avaliou como possuindo
conhecimentos mı́nimos em DBC e arquitetura de software para a utilização da infra-
estrutura deste trabalho. Ainda, o aluno informou ter pouco conhecimento sobre o modelo
COSMOS e nunca haver utilizado o modelo em uma implementação prática. Primeira-
mente foram especificadas as interfaces e os componentes de software da arquitetura com
o aux́ılio dos editores do ambiente Bellatrix, porém esta fase não foi considerada para a
avaliação da infra-estrutura de software para construção de arquiteturas de componentes.
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Figura 5.6: Arquitetura de componentes do ambiente de testes.
Durante a especificação da arquitetura de componentes o aluno recorreu ao sistema
de ajuda quatro vezes, conseguindo encontrar as informações necessárias em todas as
vezes que realizou a pesquisa. Duas das consultas efetuadas ao sistema de ajuda foram
referentes a dúvidas conceituais sobre o metamodelo utilizado pelo ambiente (mapeamento
entre interfaces internas/externas e definição de uma configuração de componente) e duas
dúvidas referentes a maneira como executar determinadas operações. O tempo total para
a especificação da arquitetura de componentes e geração de código, considerando o tempo
de aprendizado no ambiente, foi de uma hora e cinco minutos. Neste tempo não está
contemplado o restante da implementação interna dos componentes.
Portanto, durante a execução do estudo de caso foram geradas: (1) uma arquitetura
de componentes, (2) uma configuração de componentes e (3) uma implementação da
arquitetura em código seguindo o modelo COSMOS, gerada de forma automática.
5.2.6 Avaliação dos Resultados Obtidos
Avaliação Geral
Dado que o principal objetivo neste estudo de caso era gerar uma implementação da ar-
quitetura de componentes seguindo o modelo COSMOS, a avaliação geral das ferramentas
foi positiva, identificando um bom ńıvel de maturidade para a especificação de arquite-
turas de componentes e para geração de código. O aluno atribuiu notas de 1 (péssimo)
a 5 (ótimo) para avaliar diferentes quesitos da ferramenta. Estas notas e quesitos são
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apresentados na Tabela 5.7
Tabela 5.7: Notas atribúıdas a ferramenta para especificação do ambiente de testes.
Quesito Nota
Funcionalidades presentes no ambiente 4
Facilidade de aprendizado por exploração 3
Produtividade e facilidade de uso 5
Nota geral 4
Apesar do aluno nunca ter utilizado outra ferramenta para construção de arquiteturas
de componentes, a infra-estrutura de software deste trabalho foi considerada produtiva.
O principal ganho apontado foi a geração automática de código em modelo COSMOS. A
ferramenta auxiliou que o modelo COSMOS pudesse ser utilizado na implementação do
ambiente de testes, mesmo com o baixo conhecimento do modelo relatado pelos envolvidos.
As principais dificuldades apontadas foram (i) a compreensão dos conceitos utilizados no
ambiente - em especial a definição de uma configuração arquitetural - e (ii) a forma como
a arquitetura é exibida nos editores de arquitetura e configuração. Os principais pontos
levantados foram:
Robustez da ferramenta : nenhum erro (bug) foi identificado durante a utilização
das ferramentas. A avaliação apontou que o editor de arquiteturas, o editor de
configurações e o gerador de código se mantiveram estáveis durante o estudo de
caso.
Funcionalidades : foram apontados cinco pontos de melhoria para o ambiente, sendo
quatro pontos relacionados ao modo de exibição e apresentação da arquitetura e
um ponto relacionado ao código gerado pela ferramenta de geração de código. As
principais observações relacionadas à exibição das arquiteturas de componentes fo-
ram direcionadas aos conectores. Foi sugerido que eles ocupassem menos espaço na
arquitetura, tornando-a mais clara e de fácil compreensão. Para o gerador de código
foi levantada a possibilidade da ferramenta obter informações sobre a interação dos
componentes e utilizar esta informação durante a geração de código para os conec-
tores da arquitetura. A interação poderia ser definida em diagramas de atividades
que seguissem algum padrão reconhecido pela ferramenta.
Usabilidade : o único ponto identificado para melhoria na usabilidade das ferramen-
tas foi a inclusão de teclas de atalho. Um exemplo de uma operação que poderia
possuir uma tecla de atalho é a operação “selecionar todos os elementos em uma
arquitetura”.
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Consolidação dos Resultados
As principais vantagens apontadas para as ferramentas utilizadas foram: (i) as funcio-
nalidades disponibilizadas para a modelagem de uma arquitetura de componentes, (ii)
a facilidade de uso das ferramentas e (iii) a geração automática de código em modelo
COSMOS para a arquitetura de componentes. A principal desvantagem identificada foi
a forma de organização e exibição da arquitetura de componentes.
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5.3 Estudo de Caso: Um Sistema para Controle de
Matŕıculas
5.3.1 Objetivo
O objetivo principal deste estudo de caso é avaliar as ferramentas para construção de
arquiteturas de componentes presentes na infra-estrutura de software desta dissertação.
O estudo de caso visou verificar se o código gerado pela infra-estrutura de software estava
em conformidade com o modelo de componentes COSMOS (apresentado na Seção 2.5).
Ainda, o estudo de caso teve como objetivo verificar até que ponto o código gerado
auxiliava na implementação de um sistema seguindo este modelo de componentes. Foram
avaliados o editor de arquiteturas (Seção 4.4.1), o editor de configurações (Seção 4.5.1) e
o gerador de código (Seção 4.5.2). Este estudo de caso visou também encontrar posśıveis
defeitos na ferramenta e colher sugestões de novas funcionalidades.
5.3.2 Descrição do Estudo de Caso
Um protótipo de um sistema de controle de matŕıculas foi implementado por um aluno de
mestrado do Instituto de Computação da Unicamp. Esta implementação foi feita seguindo
o modelo de componentes COSMOS (Seção 2.5) e teve como objetivo servir como um
exemplo de utilização deste modelo de componentes. Este protótipo foi disponibilizado
para ser avaliado pelos interessados do Centro de Computação da Unicamp (CCUEC). A
equipe de desenvolvimento de software do CCUEC tinha interesse em utilizar o modelo de
componentes COSMOS, porém julgava necessária uma implementação de um protótipo
seguindo o modelo COSMOS a partir de um produto de software previamente desenvolvido
pelo Centro de Computação. A partir da implementação deste protótipo os arquitetos
e projetistas de software do Centro de Computação poderiam optar pela utilização do
modelo de componentes em suas soluções de software.
Este estudo de caso foi dividido em três etapas: (i) criar a modelagem da arquitetura
de componentes do sistema de controle de matŕıculas, (ii) gerar o código, em modelo
COSMOS, para esta arquitetura de componentes e (iii) comparar este código gerado
com o código anteriormente desenvolvido para o protótipo do sistema. Para realizar a
comparação entre o código gerado de forma automática e o código desenvolvido para o
protótipo do sistema foi usada a seguinte estratégia: o código gerado de forma automática
não poderia ser alterado, apenas as implementações dos métodos poderiam ser adicionadas
reaproveitando o código existente no protótipo do sistema. Desta maneira, o código gerado
de forma automática poderia ser analisado. Caso o sistema fosse executado corretamente,
os componentes teriam sido corretamente gerados, instanciados e conectados.
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A primeira parte do estudo de caso, compreendida pela criação da modelagem da
arquitetura de componentes, foi elaborada pelo aluno de mestrado que implementou o
protótipo do sistema. Apenas a instalação das ferramentas necessárias foi disponibili-
zada, visto que o aluno já possúıa algum conhecimento das ferramentas da infra-estrutura
de software para contrução de arquiteturas de componentes. Um questionário foi dis-
ponibilizado para que o aluno pudesse avaliar as ferramentas utilizadas. O questionário
utilizado está dispońıvel no Apêndice C deste documento, porém os itens referentes a
geração de código e verificação de arquiteturas de componentes não foram respondidos
pelo aluno.
A segunda e terceira etapas do estudo de caso, compreendidas pela geração e análise
do código em modelo COSMOS, foi realizada pelo autor deste trabalho. O estudo de
caso foi realizado no mês de janeiro de 2007, tendo durado aproximadamente 3 dias. As
atividades foram realizadas no Laboratório de Sistemas Distribúıdos (LSD) do Instituto
de Computação da Unicamp.
5.3.3 Descrição do Sistema
O sistema de controle de matŕıculas realiza o gerenciamento de alunos, o gerenciamento
de cursos e as inscrições de alunos em determinados cursos. A Figura 5.7 apresenta os
casos de uso do sistema. As funcionalidades disponibilizadas pelo sistema são:
Cadastrar Aluno : cadastra um novo aluno no sistema;
Cadastrar Curso : cadastra um novo curso no sistema;
Inscrever um Aluno em um Curso : matricula um aluno em um determinado curso.
A única validação necessária é garantir que o aluno não esteja cadastrado para o
curso;
Listar Alunos : exibe os alunos cadastrados no sistema;
Listar Cursos : exibe os cursos cadastrados no sistema;
Listar Inscrições : exibe as matŕıcula cadastradas no sistema.
Um atributo imposto para o sistema é a plataforma de execução. Foi definido que o
sistema deve ser disponibilizado para ser acessado via intranet, através de navegadores
para a internet.
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Figura 5.7: Casos de uso do sistema de controle de matŕıculas.
5.3.4 Especificação do Sistema
A Figura 5.8 apresenta a arquitetura de componentes para o sistema de controle de
matŕıculas. Para facilitar a visualização da arquitetura de componentes, os conectores
da arquitetura e as interfaces dos componentes foram omitidas. Para cada dependência
apresentada na Figura 5.8 existe um conector que materializa esta conexão entre os com-
ponentes. O componente SigaWeb é responsável por realizar a interação entre o usuário
e o sistema de controle de matŕıcula. O componente SigaNegocio implementa algumas
regras gerais de negócio para a execução das operações. Os componentes CursosCore,
AlunosCore e InscricaoCore implementam regras de negócio espećıficas para cada en-
tidade manipulada pelo sistema (cursos, alunos e incrições, respectivamente). Os compo-
nentes CursosPersistencia, AlunosPersistencia e InscricaoPersistencia são res-
ponsáveis por persistir as informações manipuladas pelo sistema.
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Figura 5.8: Arquitetura de componentes do sistema de controle de matŕıculas.
5.3.5 Execução do Estudo de Caso
Para a primeira etapa do estudo de caso, compreendida pela modelagem da arquitetura
de componentes, o aluno de mestrado utilizou os editores do ambiente Bellatrix relaci-
onados a especificação de componentes e o editor de arquiteturas. Para efeito de avaliação
neste estudo de caso, apenas o editor de arquiteturas foi considerado. O aluno levou apro-
ximadamente uma hora para realizar a modelagem de toda a arquitetura de componentes
do sistema. Um questionário de avaliação foi preenchido pelo aluno ao final desta etapa.
A segunda parte do estudo de caso foi realizada pelo autor desse trabalho, compre-
endendo a geração automática de uma implementação da arquitetura de componentes
em modelo COSMOS. Foram gastos aproximadamente vinte minutos para a criação da
configuração da arquitetura de componentes no Editor de Configurações e para a geração
de código em modelo COSMOS.
A terceira parte do estudo de caso envolveu a análise do código gerado. O caso de uso
“Cadastrar Alunos” foi escolhido para ser implementado e utilizado como análise. Fo-
ram gastos aproximadamente três horas para gerar a implementação e executá-la. Neste
tempo está contabilizado o tempo gasto para configuração do servidor e instalação do sis-
tema. Ao final da implementação, o caso de uso foi executado com sucesso, apresentando
corretamente os resultados desejados.
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5.3.6 Avaliação dos Resultados Obtidos
Avaliação Geral
A avaliação do estudo de caso pode ser dividida em duas partes: avaliação sobre a mode-
lagem da arquitetura de componentes e avaliação sobre a materialização da arquitetura de
componentes em código. A avaliação sobre a modelagem da arquitetura de componentes,
realizada pelo aluno de mestrado, apontou que as ferramentas utilizadas possuem boas
funcionalidades e boa maturidade. Nenhum erro foi encontrado durante a execução do
estudo de caso e o sistema de ajuda não foi utilizado nenhuma vez. As notas atribúıdas
pelo aluno são apresentadas na Tabela 5.8.
Tabela 5.8: Notas atribúıdas para as ferramentas.
Quesito Nota
Funcionalidades presentes no ambiente 5
Facilidade de aprendizado por exploração 3
Produtividade e facilidade de uso 4
Nota geral 4
Em relação à materialização da arquitetura de componentes em uma implementação,
a avaliação também foi positiva. O Gerador de Código gerou uma implementação que
estava de acordo com o modelo de implementação COSMOS e facilitou a implementação
do sistema. Todo o código de especificação dos componentes e o código de instanciação
da arquitetura foram gerados de forma correta. As limitações apresentadas pelo gerador
foram:
1. Algumas classes Java utilizadas nas interfaces dos componentes que não são tipos
nativos da linguagem (como por exemplo a classe java.util.Map), não foram gera-
das corretamente. Estas classes, normalmente utilizadas em códigos Java, poderiam
ser reconhecidas pelo Gerador de Código.
2. As exceções precisaram ser acrescentadas manualmente. Atualmente o Gerador de
Código não gera o código para as exceções.
3. O código de implementação dos conectores não foi gerado. O Gerador de código
poderia gerar implementações básicas para os conectores, onde a chamada é apenas
encaminhada para o próximo componente.
Consolidação dos Resultados
As principais vantagens apontadas para as ferramentas utilizadas foram: (i) as funcio-
nalidades disponibilizadas para a modelagem de uma arquitetura de componentes, (ii) a
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facilidade de uso das ferramentas e (iii) a geração automática de código em modelo COS-
MOS para a arquitetura de componentes. A principais desvantagens apontadas foram:
(i) a forma de organização e exibição da arquitetura de componentes e (ii) a limitação
do gerador de código para tratar classes conhecidas na linguagem Java e para tratar
exceções.
5.4 Consolidação Geral dos Resultados Obtidos
De maneira geral, as principais vantagens apontadas para a infra-estrutura de software
baseada em componentes são:
1. Englobar os principais conceitos de arquitetura de software baseadas em componen-
tes;
2. Facilidade em realizar análises sobre arquiteturas de componentes;
3. Possibilidade de geração automática de código em modelo COSMOS para uma ar-
quitetura de componentes modelada na infra-estrutura de software deste trabalho.
As principais desvantagens identificadas para a ferramenta são:
1. Dificuldade em organizar e visualizar a arquitetura de componentes modelada no
editor de arquiteturas;
2. Limitação na geração de código para classes conhecidas da linguagem Java;
3. Limitação na geração de código para exceções.
5.5 Resumo
Este caṕıtulo apresentou a avaliação feita para a infra-estrutura de software deste trabalho.
Foram apresentados três estudos de caso que, de maneira geral, avaliaram as ferramentas
da infra-estrutura de software de maneira positiva, como possuindo boas funcionalidades e
boa usabilidade. Também foram levantadas limitações na ferramenta, através de sugestões
de novas funcionalidades e através de relatos de bugs encontrados. O próximo caṕıtulo
apresenta as considerações finais deste trabalho.
Caṕıtulo 6
Conclusões e Trabalhos Futuros
Este trabalho apresentou uma infra-estrutura de software para apoiar a construção de
arquiteturas de software baseadas em componentes. As ferramentas da infra-estrutura
de software estendem o ambiente integrado de desenvolvimento Eclipse e estão inseridas
dentro de um ambiente de suporte ao DBC, o Bellatrix. Os principais objetivos da
infra-estrutura de software são: permitir a criação de projetos arquiteturais para sistemas
DBC, permitir a definição e atribuição de estilos arquiteturais, permitir análises sobre
as arquiteturas de componentes e facilitar a materialização destas arquiteturas em uma
implementação. Inicialmente foi utilizado o modelo de implementação de componentes
COSMOS para a geração das implementações das arquiteturas de componentes.
Para a construção da infra-estrutura de software deste trabalho foram realizados o
levantamento de requisitos, o projeto e a implementação das ferramentas. O desenvolvi-
mento das ferramentas foi baseado em componentes de software e seguiu o processo UML
Components. O levantamento dos requisitos para o ambiente levou em consideração dois
aspectos: as informações necessárias para uma correta e completa modelagem de arquite-
turas de componentes e as funcionalidades necessárias para as ferramentas de construção
de arquiteturas de componentes. A partir deste levantamento e da análise dos conceitos
envolvidos na disciplina de DBC foi elaborado um modelo conceitual de negócios, que foi
nomeado neste trabalho como um metamodelo integrado para arquitetura de software e
DBC.
O projeto arquitetural da infra-estrutura de software seguiu o processo UML Com-
ponents, resultando inicialmente em uma arquitetura de componentes em camadas. Se-
guindo o processo, as interfaces de sistema foram criadas a partir dos casos de uso e as
interfaces de negócio foram criadas a partir dos tipos principais do modelo conceitual. Fo-
ram criados componentes de sistema e de negócio para essas interfaces e uma arquitetura
de componentes foi definida. Porém, como as ferramentas estendem o ambiente Eclipse, o
estilo MVC imposto pelo ambiente também foi utilizado, resultando em uma arquitetura
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de componentes final que segue dois estilos arquiteturais de forma complementar. Os
componentes de sistema e de negócio atuaram como elementos de modelo dentro do estilo
MVC imposto pelo ambiente Eclipse.
Diferentes tecnologias e modelos de implementação foram utilizados para a imple-
mentação das ferramentas. Para os componentes de sistema e de negócio, que compõem
o núcleo das ferramentas, foi utilizada uma adaptação do modelo COSMOS para o ambi-
ente Eclipse, permitindo que os plug-ins do ambiente pudessem atuar como componentes
na arquitetura. Para a manipulação e persistência das arquiteturas de componentes cri-
adas pelas ferramentas foi utilizada a tecnologia EMF. Para a parte de visualização e
edição das arquiteturas através de diagramas e janelas foi utilizada a tecnologia GEF. A
materialização das arquiteturas de componentes utiliza templates criados na tecnologia
JET.
Foram realizados três estudos de caso para avaliar a ferramenta. O primeiro, que uti-
lizou um sistema de cheques e contou com um grupo de voluntários, teve como objetivo
avaliar as funcionalidades e a usabilidade das ferramentas para modelagem e verificação
de arquiteturas de componentes. O segundo estudo de caso, que utilizou um ambiente
de testes para sistemas DBC, teve como objetivo avaliar as funcionalidades e usabilidade
das ferramentas para a modelagem de arquiteturas de componentes e avaliar a geração
automática de uma implementação desta arquitetura de componentes seguindo o modelo
de componentes COSMOS. O terceiro estudo de caso foi realizado para um sistema de
controle de matŕıculas, tendo como principal objetivo analisar o código gerado pelas fer-
ramentas da infra-estrutura de software. Nos três estudos de caso as ferramentas foram
avaliadas através de um questionário e as análises destes questionários, no geral, relataram
que as ferramentas possuem funcionalidades e usabilidade satisfatórias.
Uma versão contendo todos as funcionalidades básicas da infra-estrutura de software
foi implementada e será disponibilizada no repositório CVS do grupo de pesquisas. A
principal dificuldade encontrada na implementação da ferramenta está relacionada ao
ambiente Eclipse e suas tecnologias, dado que existe um grau de dificuldade elevado
em sua curva de aprendizado. Outra dificuldade de implementação ocorreu durante a
utilização da biblioteca AcmeLib, que possui pouca documentação e apresentou erros
durante a verificação dos estilos, sendo necessário corrigi-los.
6.1 Contribuições
As principais contribuições deste trabalho são:
• A participação na criação de um metamodelo integrado de arquitetura de software e
DBC, parcialmente descrito em P. A. C. Guerra, T. C. Moronte, R. T. Tomita e C.
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M. F. Rubira. “Um modelo conceitual e uma terminologia para o desenvolvimento
baseado em componentes e baseado na arquitetura de software´´. In: Anais do 5o.
Workshop de Desenvolvimento Baseado em Componentes, 2005.
• Levantamento de requisitos para a ferramenta de descrição de arquiteturas de com-
ponentes, incluindo seus casos de uso, registrado em T. C. Moronte e C. M. F.
Rubira. “Requisitos para uma Ferramenta de Descrição de Arquiteturas de Soft-
ware para Sistemas Baseados em Componentes”. Relatório Técnico, Instituto de
Computação / UNICAMP, 2006 (a ser publicado).
• Projeto arquitetural, especificação de componentes e soluções técnicas e tecnológicas
para a ferramenta de descrição de arquiteturas de componentes, registrado em T.
C. Moronte e C. M. F. Rubira. “Análise e Projeto de uma Ferramenta de Descrição
de Arquiteturas de Software para Sistemas Baseados em Componentes”. Relatório
Técnico, Instituto de Computação / UNICAMP, 2006 (a ser publicado).
• A implementação da ferramenta contendo todas as suas funcionalidades foi realizada
e disponibilizada do repositório CVS do grupo. Futuramente a implementação será
disponibilizada publicamente, para livre acesso.
6.2 Trabalhos Futuros
As seguintes funcionalidades foram identificadas para serem realizadas em trabalhos fu-
turos para a ferramenta:
• Outras tecnologias e modelos de componentes poderiam ser implementados para a
geração automática de código a partir de uma especificação de uma arquitetura de
componentes. Atualmente somente o modelo COSMOS é disponibilizado.
• Atualmente a geração de código disponibilizada pela infra-estrutura de software
pode ser utilizada apenas para gerar uma implementação de uma arquitetura de
componentes. Não é posśıvel gerar a implementação para um componente isola-
damente. É interessante que estas implementações possam ser geradas para com-
ponentes isolados, permitindo que um componente possa ter uma implementação,
independente da configuração a qual irá participar.
• Além da geração de código disponibilizada pelas ferramentas, seria muito interes-
sante a possibilidade de realizar engenharia reversa de código em sistemas já im-
plementados, extraindo seu projeto arquitetural. Esta funcionalidade daria maior
poder à infra-estrutura de software por dois motivos: (1) ajudaria na evolução do
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sistema, facilitando a consistência entre a especificação da arquitetura de compo-
nentes e sua especificação e (2) ajudaria na verificação de sistemas implementados,
analisando se estão respeitando a arquitetura e os estilos arquiteturais desejados.
• Apesar das ferramentas modelarem a visão lógica dos sistemas através da especi-
ficação de sua arquitetura de componentes, outras visões poderiam ser disponibi-
lizadas pela ferramenta [26]. Poderia ser estudada uma forma de integração com
alguma ferramenta existente que permita a descrição de outras visões arquiteturais.
• Conforme identificado nos dois estudos de caso, é interessante que a exibição da
arquitetura de componentes seja melhorada, permitindo uma visualização mais clara
e facilitando sua manipulação.
• A infra-estrutura de software deste trabalho poderia ter uma ligação mais próxima
com ferramentas para modelagem em linguagem UML, permitindo que o projeto
detalhado de um componente possa ser realizado antes da geração de código. Atu-
almente, para realizar o projeto detalhado de um componente, primeiramente é
necessário gerar o código, realizar a engenharia reversa em uma ferramenta de mo-
delagem UML e depois detalhar o projeto interno do componente.
• As ferramentas poderia dar apoio a linhas de produtos para desenvolvimento de
software. O metamodelo conceitual poderia ser estendido com os conceitos ne-
cessários em linhas de produtos e novas funcionalidades poderiam ser adicionadas
às ferramentas.
• A especificação dos componentes deve possibilitar a definição de portas e de conexões
de serviço. O metamodelo conceitual foi definido levando em consideração estes
conceitos, porém as funcionalidades não foram disponibilizadas nos editores.
Com relação à avaliação das ferramentas, as seguintes sugestões foram identificadas
como trabalhos futuros:
• Nos estudos de caso foram utilizadas especificações de arquiteturas que já haviam
sido definidas. Seria interessante um estudo de caso para descrever um sistema
de grande porte e que ainda não possua uma especificação de arquitetura de com-
ponentes definida. Este cenário seria interessante para avaliar a escalabilidade da
ferramenta e a sua capacidade de lidar com uma especificação de uma arquitetura
que pode sofrer diversas alterações.
• Os estudos de caso apresentados na Seção 5.2 e na Seção 5.3 geraram uma imple-
mentação da arquitetura de componentes em modelo COSMOS. É interessante que
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seja criado um outro estudo de caso onde possa ser medido o tempo que pode ser
economizado com a utilização do gerador de código.
6.3 Conclusão Final
A partir deste trabalho foi posśıvel identificar a importância de se utilizar uma infra-
estrutura de software para a construção de arquiteturas de software de sistemas baseados
em componentes. As ferramentas podem auxiliar deste a modelagem mais formal e com-
pleta dos sistemas de software até a sua materialização em forma de uma implementação.
Outro ponto importante enfatizado neste trabalho é o aux́ılio das ferramentas de análises
de arquiteturas de componentes, que possibilitam a descoberta prévia de problemas na
modelagem de sistemas de software. Além da importância, este trabalho mostrou também




Este apêndice descreve brevemente os operadores e funções da linguagem OCL utilizados
para a definição das restrições dos metamodelos criados neste trabalho. Os operadores e
funções utilizados foram:
allInstances : esta função é utilizada sobre um determinado tipo, tendo como retorno
todas as instâncias que pertencem a este tipo e seus subtipos.
forAll : esta função deve ser utilizada sobre uma coleção de elementos, onde todos os
elementos da coleção devem seguir uma determinada restrição que é definida como
argumento da função. Retorna verdadeiro ou falso como resultado.
implies : este operador lógico define implicação. Exemplo de utilização deste operador
context Person inv:
self.wife->notEmpty() implies self.wife.age >= 18
includes : esta função é aplicada sobre uma coleção, passando um elemento como ar-
gumento. Retorna verdadeiro caso a coleção possua o elemento e falso caso não
possua.
isUndefined : esta função deve ser aplicada sobre um atributo de um elemento, re-
tornando verdadeiro caso o atributo não tenha sido definido, ou seja, não possua
nenhum valor.
oclIsTypeOf : esta função deve ser aplicada sobre um elemento e recebe como argumento
um tipo. A função retorna verdadeiro caso o elemento seja do tipo passado como
argumento para a função, caso contrário, retorna falso.
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select : esta função recebe como argumento uma determinada restrição e retorna um
subconjunto de elementos de uma determinada coleção.
size : esta função retorna a quantidade de elementos de uma determinada coleção.
union : esta função deve ser aplicada sobre uma coleção, possando como argumento uma
outra coleção. Retorna uma nova coleção contendo as duas coleção iniciais.
Apêndice B
Estilo DBC em Linguagem Acme
Family CBDFamily = {
Port Type InterfaceType = {
Property operations : Sequence<Operation>;
}
Port Type ProvidedInterface extends InterfaceType with {
}
Port Type RequiredInterface extends InterfaceType with {
}
Role Type InterfaceRoleType = {
Property operations : Sequence<Operation>;
}
Role Type ProvidedInterfaceRole extends InterfaceRoleType with {
}
Role Type RequiredInterfaceRole extends InterfaceRoleType with {
}
Property Type ParamAttribute = Enum { _IN, _OUT, _INOUT };






Property Type Parameter = Sequence<Param>;
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Component Type CBDComponent = {
Property identifier : string;
invariant Forall p : port in self.ports |
declaresType(p, InterfaceType) ;
}
Connector Type CBDConnector = {
Property identifier : string;








( ) Editor de estilos ( ) Editor de arquiteturas
( ) Verificador de arquiteturas ( ) Importador/Exportador de arquiteturas
( ) Editor de configurações ( ) Gerador de código
2. Como você avalia seus conhecimentos sobre os conceitos de arquitetura de compo-
nentes e de DBC envolvidos no uso dos editores?
(a) Não conheço todos os conceitos envolvidos;
(b) Conheço o mı́nimo necessário para o uso da ferramenta;
(c) Tenho pleno conhecimentos dos conceitos;
(d) Tenho domı́nio sobre o assunto;
3. Sobre o sistema de ajuda (help):
(a) Você utilizou a ajuda?
(b) Quantas vezes?
(c) O que procurou na ajuda?
(d) A ajuda foi útil, ou seja, encontrou o que precisava?
4. Dê uma nota para:
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(a) as funcionalidades presentes na ferramenta:
1 2 3 4 5
péssimo razoável ótimo
(b) a facilidade de aprendizado da ferramenta por exploração (ou seja, é fácil apren-
der a utilizá-la “fuçando”?):
1 2 3 4 5
péssimo razoável ótimo
(c) a produtividade e a facilidade de uso na ferramenta:
1 2 3 4 5
péssimo razoável ótimo
(d) a ferramenta, no geral:
1 2 3 4 5
péssimo razoável ótimo
5. Caso tenha utilizado outra ferramenta anteriormente, você considera a ferramenta
de arquiteturas presente no ambiente Bellatrix melhor, igual ou pior do que a
ferramenta anterior para fazer a mesma tarefa? Qual é essa ferramenta?
6. Você tem sugestões de melhoria para problemas de usabilidade? (ou seja, pontos na
interface com o usuário que são dif́ıceis de entender ou confusos para se utilizar?)
7. Você tem sugestões de melhoria para as funcionalidades? Faltou alguma funciona-
lidade importante? Qual?
8. Ocorreram erros (bugs) no uso da ferramenta? Por favor, descreva-os para que
possamos corriǵı-los:
C.2 Avaliação Complementar para o Verificador
de Arquiteturas
9. Todos os tipos puderam ser corretamente atribúıdos aos elementos da arquitetura?
10. O verificador de arquiteturas apresentou violações na arquitetura? Estas violações
puderam ser solucionadas? As mensagens apresentadas pelo verificador auxiliaram
na correção destas violações?
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C.3 Avaliação Complementar para o Gerador de
Código
11. O código gerado pela ferramenta facilitou a implementação dos componentes se-
guindo o modelo COSMOS? O código gerado estava em conformidade com o modelo
COSMOS?
12. Você tem sugestões para a geração de código? Existem outras estruturas de código
que poderiam ser geradas automaticamente? Quais?
13. Você possui algum outro comentário sobre o gerador automático de código em mo-
delo COSMOS?
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Bellatrix: Um ambiente para suporte arquitetural ao desenvolvimento baseado em
componentes. In Anais do 4o Workshop de Desenvolvimento Baseado em Compo-
nentes, pages 43 – 48, 2004.
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