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Abstract
We propose a method of problem-posing for improving students’ problem solving ability in programming and develop a system
for supporting to operate the method in actual classes. In the proposed method students pose problems by modifying examples
provided by the teacher, and they evaluate problems posed by other students on the basis of the diversity. This paper describes the
overview of the proposed method and the system, and the evaluation of the proposed method by introducing it into fundamental
programming class.
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1. Introduction
The authors teach a C language programming class for computer science course freshmen at a university in Japan.
In this class, the students learn the concept, grammar and technical details of the C language programming, and
they are also tacitly required to acquire algorithmic thinking through programming exercises. Algorithmic thinking
involves the gradual resolution of a given problem into procedures, which can be implemented in speciﬁed pro-
gramming paradigms. However, we ﬁnd that the number of students who do not consider resolving procedures is
increasing1.
Many researchers have studied programming languages and environments for novices since the early 1960s2,3,4.
These languages and environments are designed to help understanding the concepts, grammar and technical details
of programming by using graphical user interface, easier grammar and so on. However, it is diﬃcult to develop
algorithmic thinking. On the other hand, some previous studies have discussed the eﬀect of problem-posing e.g.
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Fig. 1: Overview of proposed method.
enhancing problem-solving ability, improving understanding of solution, and promoting independence in learning
arithmetic and mathematics5,6. Problem-posing is the type of exercises to make problems.
However, introducing problem-posing into an actual class might occur some issues. Hirai et al. introduced
problem-posing in outside of school hours, and there were students who could not generate problems7. They pointed
out that this issue has roots in lack of the student’s understanding about learning contents, and it is the problems of
the learning method. Similarly, Yu et al. emitted that it is important to ﬁnd ways to assist students with insuﬃcient
knowledge8. On the other hand, generating diverse problems is very important in problem-posing9. Though students
generate problems like those presented in textbooks or classes10, it is diﬃcult for them to generate diverse problems.
Therefore, supporting students to generate diverse problems and reduce the load of problem-posing are important.
Renkl pointed out that mathematics, physics and programming are well-structured domains11. In the process
of problem solving in these domains, learners consider vague solution and gradually resolve the solution into spe-
ciﬁc procedures with equations or programming languages. We thus develop a system, which supports to conduct
problem-posing exercises in actual classes, and introduce problem-posing exercises into a programming class to de-
velop students’ ability of problem solving in programming12.
This paper describes the overview of the method and the support system for introducing problem-posing exercises
in programming classes and its evaluation.
2. Overview of proposed method and support system
The objective of this work is introducing problem-posing into a programming class to develop students’ ability in
programming. We only focus on posing word-problems in this work. A word-problem consists of a problem statement
and its answer. The problem statement shows the students the situation and speciﬁcation of the problem. The answer
should be described in a programming language and fulﬁlls the speciﬁcation mentioned in the problem statement.
2.1. Proposed method
To achieve the objective, we proposed a method for problem-posing and developed a system for assisting to operate
the method. Figure 1 illustrates the overview of proposed method. In this method, a teacher (1) presents an example
problem for students to make posing problem easier. The students (2) browse the example, (3) pose a new problem
by modifying the problem statement or the answer of the example, and (4) review posed problems among students
(peer-reviewing) based on the evaluation viewpoints shown by the teacher before the exercise. Figure 2 shows the
ﬂow of reviewing by students.
The viewpoints of evaluation for peer-reviewing consist of the diversity and correctness of posed problem. Firstly,
reviewers (students) evaluate the diversity of posed problem. If the problem is not diverse, and they describe some
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Fig. 2: Flow of reviewing.
ideas to make the problem diverse. In another case, they evaluate the correctness of the problem. If the problem has
some errors, and they point out or revise the errors. In another case, they evaluate the diﬃculty of the problem.
Kojima et al. proposed the diversity of posed problems. It consists of two attributes: situation and solution6. We
also used these attributes to evaluate the diversity of posed problems. A problem statement presents the situation of
the problem, and its answer shows the solution of it.
In our method, reviewers evaluate the situation of the posed problem from verbs used in its problem statement.
For example, “Tom walked 50 meters in 100 strides.” and “Tom bought 50 pins for 100 yens.” are in diﬀerent
situation because the verbs in these sentences are diﬀerent. However, “Tom swam 50 meters in 100 seconds.” is in the
same situation of the ﬁrst sentence because the verbs “walk” and “swim” represent the situation of moving. Problem
statements, which are diﬀerent from the example problem in expressions or verbs indicating the same situation, can be
posed without considering other applicable situations of the solution of the example. Therefore, we deﬁned that such
diﬀerences do not bring diversity to posed problems. If there are some additions, modiﬁcations or deletions in the
process of program (solution) of the posed problems from the example, and the problems are diverse in their solution.
Programs, which are modiﬁed only in parameters in expressions, are not diverse in their solution because modifying
these parameters does not need to consider the detail of programs.
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Fig. 3: Comparing the example (left side) with posed (right side) problems.
2.2. Support system
We developed a web-based system to support conducting the proposed method. A teacher (1) registers an example
problem on the system. Then students (2) browse it, (3) pose and register a problem and (4) review problems posed
by others on the system.
When a student registers a posed problem, the system assigns the problem to other students according to the
reviewer assigning algorithm proposed by Fujihara et al. 13. This algorithm avoids imbalance of the number of assigned
problems between students. A student reviews assigned problems by comparing the example with each problem.
Figure 3 shows the screen for reviewing a posed problem in the proposed system. The system shows these problems
side by side to help reviewers to compare them.
The system changes input forms according to the student’s evaluations to clarify the ﬂow of evaluations. Figure
4 shows the diﬀerence between evaluation forms shown by the system according to the evaluation of the diversity.
For example, if a student evaluates a problem as diverse, and the system shows the radio buttons for judging the
correctness of the problem as shown in Figure 4a. Also if the student evaluates the problem has some errors, and the
system shows the text area for writing ideas to revise them. If the student evaluates that the problem does not include
any errors, and the system shows the radio buttons for judging the diﬃculty of the problem. The student evaluates that
the problem is not diverse, and the system only shows the text area for writing ideas to make the problem diverse as
shown in Figure 4b.
3. Experiment
We conducted an experiment to conﬁrm the eﬀect of the proposed method from May 23 to July 4, 2013 in the
supplementary lectures of a fundamental C language class. Almost all of the participants of the class were sophomores
in a computer science course, who failed to earn the credit of this class last year. The experimental procedure consisted
of three parts: pre-test, tasks and post-test.
3.1. Pre-test
We conducted a pre-test in May 23 to measure the programming ability of the participants before introducing the
proposed method. The pre-test consisted of two reading problems #1 and #2 (including six subquestions in each
problem) and three writing problems #3, #4 and #5. The reading problems required the participants to answer the
execution result of a program to conﬁrm their understanding about the behavior of programs. The writing problems
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(b) Evaluation form for problems without diversity.
Fig. 4: Evaluation forms in the system.
required the participants to write a program, which fulﬁlls the speciﬁcation mentioned in the problem statement, to
conﬁrm their problem-solving ability in programming. Each writing problem required writing a program including
only conditional branches (problem #3), only repetitions (#4) and both of them (#5), respectively. Figures 5a and 5b
show the example of reading and writing problems in the pre-test.
3.2. Tasks
We introduced problem-posing exercises into the supplementary lecture for ﬁve weeks from May 30 to June 27.
The participants took the lectures for 90 minutes once a week.
In the ﬁrst class in May 30, we instructed the participants about the problem-posing, the viewpoints of evaluation
and the usage of the system. The participants browsed an example problem and posed a problem after that. In the
second class in June 6, they reviewed three problems posed by other participants in last class. They also posed a
problem with new example.
In the third class in June 13, the teacher instructed the viewpoints of evaluation again because there are some
participants who did not understand the viewpoints. The participants reviewed three problems posed by others in last
class, and they posed another problem with the example presented in last class. In the fourth class in June 20, they
reviewed three problems posed by others in last class. They also posed a problem with new example.
In the ﬁfth class in June 27, they reviewed three problems posed by others in last class, posed a problem with new
example, and reviewed three problems posed in this class. After that, we conducted questionnaire survey to collect
their opinions with open-ended questions.
3.3. Post-test
We conducted a post-test in July 4 to measure the programming ability of the participants after introducing the
proposed method. The composition of the test was the same as it of the pre-test; however, the problems used in these
tests are diﬀerent.
4. Experimental result
4.1. Result of the pre- and post-tests
The number of the participants who took both the pre- and post-tests are 21. In this section, we mention the
experimental result about them.
Figure 6 shows the histogram of the numbers of correct answers in reading problems (12 subquestions). All of the
participants correctly answered more than half of questions; thus, we ﬁnd that they understood basic grammar of the
C language and the behavior of C language programs.
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(a) Example of reading problem.
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(b) Example of writing problem.
Fig. 5: Examples of problems in the pre-test.
Table 1: Numbers of participants who answered writing problems correctly.
Problem #3 Problem #4 Problem #5
Pre-test 18 15 2
Post-test 21 15 18
Table 1 shows the numbers of the participants who correctly solved each writing problem except grammatical
errors. The result of the problem #5 between the tests shows a large diﬀerence. Figures 7a and 7b show the problem
statements of both problems.
We categorize the errors in the incorrect answers of the problem #5 as follows:
• Sequence of conditional branches (E1)
• Omission of conditions (E2)
• Incorrect conditions (E3)
• Range of repetition (E4)
• Others (E5)
Table 2 shows the numbers of the incorrect answers of the problem #5, which are categorized into E1 to E5.
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Fig. 6: Histogram of correct answers in reading problems.
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(a) Problem #5 in pre-test
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(b) Problem #5 in post-test
Fig. 7: Problem #5 in pre- and post-test.
The correct answer of the problem #5 in the pre-test includes more than one conditional branches. It also needs to
choose proper output in repetition. On the other hand, the correct answer of the problem #5 in the post-test includes
only one branch. Therefore, E1 and E2 are the errors peculiar to the problem #5 in the pre-test, and we omitted these
errors from analysis. E3, E4 and E5 are possible in the both problems, although the numbers of participants, who
made E3 and E4 in the post-test are less than one in the pre-test.
We also analyzed the diversity of the problems posed by the participants in the exercises. At ﬁrst, we analyzed the
correspondence between the evaluations of the diversity by the teacher and the participants to conﬁrm whether the
participants understand the diversity of problems. Table 3 shows the degree of correspondence. The degrees of the
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Table 2: Category of errors in incorrect answers of problem #5.
E1 E2 E3 E4 E5
Pre-test 6 6 4 3 0
Post-test 0 0 0 1 2
Table 3: Correspondence degree between evaluations by the teacher and the participants.
Exercise #1 Exercise #2 Exercise #3 Exercise #4 Exercise #5
0.89 0.86 0.95 1.0 1.0
Table 4: Rate of diverse problems posed by the participants in each category.
NG/OK NG/NG OK/NG OK/OK
E3 0.82 – – 0.79
E4 0.86 – 0.50 0.78
E5 – – 0.33 0.85
(–: no participants in the category.)
exercise # 1 and 2 are less than those of other exercises because the teacher explained the viewpoints of evaluation
again at the beginning of the third lecture. Thus, we narrow the subject of the analysis to the exercises # 3 to 5.
We categorized the participants according to the answers of the problem #5 in the pre- and post-tests as follows:
• made an error in pre-test / did not make error in post-test (NG/OK)
• made an error in pre- and post-tests (NG/NG)
• did not make error in pre-test / made an error in post-test (OK/NG)
• did not make error in pre- and post-tests (OK/OK)
Table 4 shows the rate of diverse problems posed by the participants in the exercises in each category. According to
this result, the NG/OK and OK/OK participants posed more diverse problems than the OK/NG participants did. This
result suggests the eﬀect of the proposed method for developing problem solving ability in programming. However,
there are no participants in some categories, and we should conduct experiments to collect data and analyze these
results.
4.2. Result of questionnaire survey
Some of the participants expressed negative opinions in the survey as follows:
• These exercises only needed known things to me, so I did not acquire new knowledge.
• I did not understand the intention of these exercises.
• I did not have enough knowledge and skill of programming to pose problems.
We found that some participants do not understand the intention of introducing problem-posing into the class accord-
ing these opinions, and there are some participants who cannot pose problems based on examples.
According to the experimental result, we found the eﬀect of the proposed method in an actual class and that some
participants did not understand the intention of the problem-posing exercises. We guess the causes of this situation
that (1) our explanation was insuﬃcient, (2) they have mainly took knowledge transmission lecture. Thus, we should
improve our instruction to meet the participants’ characteristics.
The system implements the reviewer assigning algorithm to avoid imbalance of the number of assigned problems
between students. However, this algorithm does not treat the quality of assigned problems. The quality of the problems
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assigned to a student may aﬀect the development of the student’s programming or problem-posing ability. We, thus,
should improve the assigning algorithm to consider the quality of the problems.
Furthermore, we should consider supporting students, who cannot pose problems. For instance, showing keywords
and parameters in example problems helps them to understand the situation and solution of the problems.
5. Conclusion
We proposed a method for problem-posing to develop problem solving ability in programming and developed a
system for assisting to operate the method in actual classes. We also introduced the proposed method and the system
into an actual fundamental programming class. The experimental result suggested the eﬀect of the proposed method;
however there are some problems that the number of the participants was insuﬃcient, some of the participants did
not understand the intention of the proposed method, and there were some participants, who could not pose problems
though they had an example problem.
In this experiment, almost all of the participants understood the diversity of the situation and solution after the
second explanation. However, it is better to give the student, who made wrong evaluation, feedback. To achieve it we
are considering the method to determine the situational diversity of posed problem by comparing verbs used in posed
problem and the example.
To conﬁrm the eﬀect of the proposed method we will continue to introduce the method and the system into actual
class to collect data, improve instruction to inform the intention, and consider methods to support problem-posing
tasks.
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