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Resumen 
 
Los videojuegos se han convertido en el motor de innovación de la industria de 
los contenidos digitales, así como el producto con mayor proyección de futuro. 
La rápida evolución del videojuego se debe principalmente al uso del 
ordenador personal como plataforma de juego, al avance tecnológico a nivel 
de hardware, a la expansión de Internet y al uso masivo de redes sociales y 
dispositivos móviles. 
 
Actualmente podemos encontrar videojuegos en ordenadores personales, 
consolas de sobremesa, consolas portátiles, dispositivos móviles y redes 
sociales. Esta diversidad de plataformas da pie a la aparición de diferentes 
géneros de juegos (casual, multijugador, estrategia por turnos…) así como a la 
creación de nuevos modelos de negocio (de pago, gratuitos y con micro pagos 
o publicitarios). 
 
Desarrollar un videojuego engloba enfrentarse a numerosos retos: pintar por 
pantalla gráficos 2D y 3D, crear mundos virtuales con físicas, ofrecer al 
jugador una sensación de realismo, habilitar la interacción entre el usuario y el 
videojuego, etc. Para superar estos retos, las empresas creadoras de 
videojuegos suelen crear o comprar una serie de herramientas, conocidas 
como motores de juego, que les permiten acortar los tiempos de producción y 
minimizar los errores potenciales durante el proceso de desarrollo. 
 
Este proyecto se ha realizado en la empresa Undergames S.L., como solución 
a la necesidad de poder crear, de manera rápida y poco costosa, un primer 
catálogo de videojuegos en 3D para dispositivos móviles y consolas portátiles. 
Para ello, se ha decidido desarrollar un motor que permita crear videojuegos 
partiendo de una misma base común, que ofrezca al desarrollador una serie 
de herramientas para acortar los tiempos de producción y agilice la 
portabilidad a diferentes plataformas de juego. 
 
Como objetivo complementario a la creación del motor, se diseña y desarrolla 
un videojuego en 3D haciendo uso dicho motor como primer producto. Este 
videojuego será operativo en todas las plataformas compatibles y demostrará 
las funcionalidades y las prestaciones del motor a nivel de gráficos y físicas. 
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Overview 
 
 
Videogames have become the engine of innovation in the digital content 
industry and the product with the highest future projection. The rapid evolution 
of videogames is mostly due to the use of the personal computers as a gaming 
platform, technological progress at hardware level, the expansion of the 
Internet and the massive use of social networks and mobile devices. 
 
Nowadays videogames can be found on personal computers, consoles, 
handhelds, mobile devices and social networks. This diversity of platforms 
leads to the appearance of different genres of games (casual, multiplayer, turn-
based strategy...) and the creation of new business models (pay, free and 
micro payments or advertising). 
 
Developing a video game means to face many challenges: rendering 2D and 
3D graphics to create virtual worlds with physics, giving the player a sense of 
realism, enabling interaction between the user and the video game, etc. To 
overcome these challenges, video game companies often create or buy a set 
of tools, known as game engines, enabling them to shorten production time 
and minimizing potential errors during the development process. 
 
This project was implemented in the company Undergames SL, as a solution to 
the necessity to create, quickly and inexpensively, the first catalog of 3D 
games for mobile devices and handhelds. Thus, it has been decided to develop 
an engine that allows to create games based on the same common ground, 
which offers the developer a set of tools to shorten production time and 
streamline the portability to different gaming platforms. 
 
As a plus to the engine creation, it is designed and developed a 3D video game 
using this engine. This game will be operating on all supported platforms and it 
demonstrates the features and engine performance. 
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INTRODUCCIÓN 
 
 
Pengine es un motor de videojuegos que proporciona un conjunto de 
funcionalidades y estructuras básicas en la creación de videojuegos, con la 
finalidad de acelerar su proceso de desarrollo para una plataforma de juego 
portátil.  
 
Este trabajo se ha realizado en la empresa Undergames S.L., como solución a 
la necesidad de crear, de manera rápida y poco costosa, videojuegos en 3D 
para plataformas móviles y consolas. Para ello el motor permite crear diversos 
videojuegos partiendo de una misma base y dando acceso al usuario a ampliar 
las funcionalidades de ésta.  
 
El motor actúa como una capa de abstracción entre el programador y la 
videoconsola, poniendo a su disposición las herramientas básicas y especificas 
de la programación de videojuegos, sin necesidad de implementarlas para cada 
nuevo título.  Este motor incluye módulo gráfico y módulo de físicas haciendo 
uso de librerías externas. El módulo gráfico nos va a representar toda la 
geometría del videojuego representado en las 3 dimensiones. El módulo de 
físicas nos va a crear todos los cuerpos físicos necesarios para detectar 
colisiones entre diversos objetos en el mundo 3D. 
 
El motor está optimizado tanto a nivel de código, como a nivel gráfico y de 
físicas. Esto es necesario debido a que las plataformas finales tendrán un 
rendimiento limitado y por lo tanto el videojuego tendrá que ejecutarse de 
manera fluida en estos dispositivos limitados computacionalmente. 
 
En el primer capítulo se definen los objetivos, se hace un estudio de 
alternativas y se describe brevemente la historia de los motores. 
 
El segundo capítulo está dedicado a la explicación teórica de la arquitectura de 
un motor de videojuegos y al diseño de Pengine. Se explica el pipeline y se 
definen los lenguajes de programación que se han usado para su desarrollo. 
 
En el tercer capítulo se explica a nivel teórico cómo se han implementado todas 
las funcionalidades del motor. 
 
El cuarto capítulo es un resumen de las etapas del motor así como la evolución 
de éste a lo largo del proyecto. 
 
En el quinto capítulo se describen los roles que han intervenido en el proyecto y 
como nos hemos organizado dentro de la empresa. 
 
En el sexto capítulo se ha realizado un estudio económico del proyecto en 
función de las horas de trabajo y del material utilizado. 
 
Finalmente, en el séptimo capítulo se describen las conclusiones en la 
finalización del proyecto.  
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CAPÍTULO 1. CONTEXTO, ALCANCE Y OBJETIVOS 
 
En este primer capítulo se van a definir los objetivos y requisitos del proyecto. 
Seguidamente se realiza una descripción de la historia de los motores de 
videojuegos y un estudio de mercado donde se definirán los principales 
motores de videojuegos en la actualidad. 
 
1.1. Background 
 
1.1.1. Del 2D al 3D 
 
La empresa Undergames S.L. tiene desarrollado un motor gráfico en 2D con el 
cual ya se han comercializado más de 20 juegos para dispositivos móviles con 
los sistemas operativos iOS y Android. Ahora la empresa quiere ampliar las 
funcionalidades de este motor para poder reproducir mundos tridimensionales. 
Este motor también tendrá que tener un sistema de físicas de manera que 
pueda simular el comportamiento real de los objetos en un mundo 
tridimensional. 
 
 
1.1.2. Del móvil a la videoconsola 
 
El objetivo principal de la empresa Undergames S.L. durante los últimos años 
ha sido el desarrollo de juegos casual para dispositivos móviles. En la 
actualidad, tal y como está el mercado de los juegos en las tiendas digitales 
AppStore y PlayStore, se ha visto que sin grandes inyecciones de dinero para 
realizar campañas de marketing agresivas, no hay mercado para las pequeñas 
empresas. Delante de la gran cantidad de videojuegos que tienen en catálogo 
estas tiendas digitales es muy difícil tener visibilidad para los usuarios y por lo 
tanto el numero de usuarios que se descargan los juegos cada vez es menor. 
Ante una situación de mercado como esta, la empresa se ve obligada a emigrar 
hacia otros mercados si no quiere detener su actividad comercial.  
 
 
1.1.3. Plataforma objetivo 
 
La principal plataforma que la empresa quiere abordar es la consola portátil 
Nintendo 3DS. La tienda digital de distribución de juegos para Nintendo es la 
eShop. Los usuarios de esta plataforma son un público mucho más exigente 
que los jugadores de móviles por lo que los juegos que se vayan a publicar van 
a tener un grado de complejidad más elevada. Es por esto que el motor deberá 
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soportar juegos en tres dimensiones repletos de enemigos, obstáculos, formas 
geométricas en 3D, etc. 
 
 
 
 
Fig. 1.1 Videoconsola portátil Nintendo 3DS octava generación 
 
 
1.1.4. Disminución del tiempo de desarrollo 
 
Uno de los principales objetivos de éste proyecto es el desarrollo de una 
herramienta que nos permita acortar tiempo de desarrollo de los videojuegos. 
Esto se consigue ofreciendo al programador un conjunto de clases enfocadas a 
la programación de los videojuegos y un conjunto de estructuras básicas ya 
definidas que permitan la interacción de estas clases. 
 
 
1.1.5. Prototipado rápido 
 
El prototipado rápido sirve al diseñador de juego para poner a prueba 
diferentes ideas antes de definir un proyecto. En el momento en que el 
diseñador tiene un concepto claro de juego, avisa al programador para que 
cree un prototipo rápido que servirá para poner a prueba esta idea. Así pues el 
diseñador podrá poner a prueba desde nuevas figuras geométricas del mapa a 
nuevos modelos 3D para los diferentes enemigos o el control y la mecánica de 
los personajes de juego. 
 
Estos prototipos son pequeños proyectos creados en pocos días en el cual se 
testean todas estas funcionalidades que el diseñador ha pensado. La mayoría 
de los prototipos tan sólo servirán de referencia durante la creación del 
videojuego final por lo tanto el motor también tiene la función de ser un banco 
de pruebas para el juego final. 
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1.1.6. Multi-plataforma 
 
Uno de los principales requisitos de este proyecto es la creación del motor de 
juego multiplataforma. A pesar de que este proyecto se centra en la plataforma 
Ninteno 3DS, el motor también deberá ser funcional en otras plataformas. Un 
motor de juego que sirva para varias plataformas siempre será mucho más útil 
que uno dedicado especialmente a una plataforma en concreto. Esto dota al 
motor de versatilidad y será capaz de actuar ante nuevas oportunidades de 
negocio. Como se ha comentado, para una pequeña empresa sobrevivir en el 
mercado móvil actualmente es una tarea complicada pero el motor tiene que 
estar preparado para volver a este mercado o incluso crear videojuegos para 
nuevas consolas.  
 
 
 
 
Fig. 1.2 Plataformas en las cuales el motor será operativo 
 
 
1.2. Evolución de los motores de juego 
 
Antes de la creación del concepto motor de juego, los videojuegos eran 
programados como una unidad única de código. El renderizado1, las físicas, el 
arte y el diseño de niveles estaban encapsulados en el mismo módulo de 
programación y no seguían ningún patrón de diseño de código. En la década 
de los 80 los programadores de videojuegos se encontraban con dos grandes 
problemas. El primero es que la poca capacidad computacional que tenían los 
ordenadores de la época imposibilitaban la creación de estos motores de juego 
dado que éstos manejan grandes cantidades de datos en tiempo de ejecución. 
El segundo problema es que en esa época el mercado del hardware 
evolucionaba a pasos agigantados y esto significaba que la mayoría del código 
escrito para un determinado videojuego no valía para la siguiente generación 
de computadores. Aún así, varias empresas desarrollaron motores de juego 
para sus propias consolas, lo que se conoce con el término first-party software. 
También hubieron empresas que desarrollaron motores de juego para varias 
plataformas, lo que se conoce con el término third-party software. Un ejemplo 
es el motor de juego Pinball Construction Set en 2D, el cual permitía la edición 
de niveles de Pinball donde incluso te permitían tener diferentes sonidos para 
cada una de las piezas que componían el nivel de juego o la parametrización 
de las físicas. 
 
                                            
1 La renderización es el proceso de generar una imagen por pantalla a partir de un modelo. 
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Fig. 1.3 Motor 2D Pinball desarrollado por BudgeCo en 1983 
 
 
El término motor de juego tal y como se conoce en la actualidad surgió a mitad 
de la década de los 90 con la creación de los juegos de disparos en primera 
persona. Concretamente los juegos Doom y Quake creados por la empresa Id 
Software sirvieron de base para que otros desarrolladores crearan sus propios 
gráficos, personajes, armas y niveles para sus propios juegos, lo que se 
conoce como game assets. Rápidamente los desarrolladores de estos motores 
de juego se dieron cuenta que distribuyendo estos motores bajo licencia para la 
producción de grandes juegos podrían reportar beneficios desde miles hasta 
millones de dólares. A su vez, las desarrolladoras que compran la licencia de 
estos motores gráficos lo que les permite es tener un equipo multidisciplinar 
donde cada trabajador se especializa en un campo del desarrollo diferente. 
Con esto lo que se consigue es realizar cada vez juegos de más calidad, 
complejidad, con más contenido y acortar los tiempos de desarrollo de cada 
uno de los juegos. 
 
 
 
 
Fig. 1.4 Videojuego Doom desarrollado por id Software en 1993 
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1.3. Estudio de mercado y alternativas tecnológicas 
  
En la actualidad existen muchos motores de juego comerciales disponibles 
para los desarrolladores bajo licencia de software2. Con estos motores el 
desarrollador puede crear juegos para muchas de las plataformas móviles y 
consolas del mercado en la actualidad. Ante la gran diversidad de motores la 
competencia es muy alta entre estas empresas y cada vez ofrecen al usuario 
más herramientas de desarrollo y unas licencias económicamente más 
asequibles. A continuación se realiza una breve descripción de los motores 
más populares que se han tenido en cuenta para el desarrollo del proyecto 
como alternativas: 
 
Unity3D [12]:  
 
En los últimos años este motor ha experimentado un crecimiento exponencial 
dentro de la industria, pasando a ser el motor de referencia para la mayoría 
desarrolladores. Gran parte del éxito obtenido se debe a la gran variedad de 
plataformas para las que podemos desarrollar videojuegos. Desde móviles, 
ordenadores, consolas, web, realidad virtual y televisores inteligentes. 
Unity ofrece dos versiones diferentes del motor. La primera es el editor 
personal y es gratuita. La otra versión es la profesional y cuesta $1500 o 
$75/mes. Si se quiere utilizar la versión gratuita a nivel comercial se debe 
cumplir el no tener ingresos mayores a $100.000 en el anterior año fiscal. Por 
el contrario se deberá utilizar la versión de pago. 
Unity3D cuenta con una tienda llamada Asset Store donde el desarrollador 
puede encontrar numerosos recursos como modelos 3D, texturas, efectos de 
sonido, tutoriales y proyectos tanto gratuitos como de pago. El punto fuerte de 
este motor es que tiene una curva de aprendizaje leve y puedes hacer un juego 
en poco tiempo. Por el contrario, para realizar un videojuego complejo y que 
tenga un claro factor diferenciador a los demás se encuentra muy limitado, 
donde en muchos casos el desarrollador se tiene que crear sus propias 
herramientas para realizar determinadas mejoras. 
 
Unreal Engine [13]: 
 
Unreal Engine ha sido el motor más popular durante años. Su primera versión 
con Unreal Engine 1 fue publicada en el año 1998 y desde entonces han sido 
numerosos los juegos triple-A3 producidos con este motor. Previamente Unreal 
Engine era una herramienta de desarrollo fuera de alcance para la mayoría de 
desarrolladores por su elevado coste de licencia. En la actualidad los 
desarrolladores pueden utilizar el motor de manera gratuita. Si se comercializa 
un juego y este no genera más de $3.000 de ganancia por año no se deberá 
pagar nada. Por el contrario si se supera esta cifra, Unreal cobrará el 5% de 
estas ganancias. El punto a favor más importante que tiene este motor para su 
                                            
2 Es un contrato entre el desarrollador del software y el consumidor, en el cual se definen los 
derechos de uso del software.   
3 Triple-A es un término que se utiliza para clasificar aquellos juegos que cuentan con un 
presupuesto elevado y se espera que sean un éxito de ventas. 
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uso es que como tiene muchos años de experiencia, detrás tiene la comunidad 
más grande de desarrolladores y muchos tutoriales y recursos opcionales a 
utilizar. Por el contrario el talón de Aquiles de este motor es que la curva de 
aprendizaje es mayor que para la de otros motores. 
 
Ogre3D [14]: 
 
Ogre no es un motor de juego como en los anteriores casos. Es un motor 
gráfico que facilita al desarrollador la gestión de los gráficos y por lo tanto se 
tendrán que usar librerías externas para las físicas, sonido, inteligencia 
artificial, etc. Es un motor de código abierto bajo licencia MIT. Esto significa que 
no hay que pagar ninguna licencia, simplemente tendremos que incluir el 
fichero de la licencia en nuestro software o mencionarlos en los créditos del 
juego. Es el motor de código abierto con mejor comunidad y se pueden 
encontrar numerosos tutoriales por internet. Su punto fuerte es que no está 
orientado a un tipo especifico de videojuego, sino que gracias a su gran 
variedad de herramientas permiten la creación de videojuegos de múltiples 
géneros.  
 
 
A pesar de todos los beneficios que comporta utilizar un motor de los 
anteriormente comentados, el mercado (sobre todo de los móviles) tiende a 
estar sobrepoblado de videojuegos hechos con estos motores y hay un gran 
parecido entre ellos, por lo que es muy difícil llamar la atención del jugador. El 
diseñador de videojuegos queda limitado a las herramientas que ofrece cada 
uno de los motores con el que trabaja y limita la creatividad de éste.  
A continuación se puede ver una tabla con todas las plataformas que soportan 
los motores anteriormente comentados. 
 
 
Tabla 1.1. Plataforma de soporte de los motores 
 
Motor       
    
Unity3D 
          
Unreal 
Engine           
Ogre3D 
          
Pengine 
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Como se puede ver en la tabla 1.1, la principal razón por la que se crea un 
motor de juego y no se utiliza uno existente es la compatibilidad con la 
plataforma Nintendo 3DS.  
 
1.4. Objetivos formales del proyecto 
 
Los motores de juego históricamente han estado ligados a un tipo o género 
particular de juegos. Como se ha comentado previamente, la creación de los 
videojuegos en primera persona sirvieron de base para la creación de los 
motores de juego. Por lo tanto, los motores de juego ofrecen ciertas 
funcionalidades que otros motores no tienen y esto se un factor clave para que 
el desarrollador se decante por utilizar uno u otro. 
 
La empresa Undergames S.L. quiere realizar principalmente videojuegos de 
conducción y por lo tanto el diseño del motor está pensado principalmente para 
este tipo de videojuegos. Una decisión de este tipo afectará mucho al 
desarrollo del proyecto dado que interesará que el motor dedique un esfuerzo 
considerable en alcanzar una calidad gráfica elevada en aquellos elementos 
cercanos a la cámara. Por el contrario el motor deberá ser muy eficiente 
utilizando técnicas de optimización de gráficos y físicas para los elementos 
lejanos a la cámara. El motor deberá soportar videojuegos tanto de conducción 
arcade como simuladores.    
 
 
 
Fig. 1.5 Videojuegos F-Zero(1990) y Wipeout(1995) 
 
 
Los objetivos finales del proyecto son los siguientes:  
 
1) Desarrollo de un motor de videojuegos en 3D para Nintendo 3DS y portable 
a otras plataformas centrado en el desarrollo de videojuegos de carreras. 
 
2) Desarrollo de un motor que permita acortar los tiempos de desarrollo de los 
videojuegos en 3D para la empresa Undercoders.  
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3) Crear documentación con la calidad suficiente para que permita el uso, el 
mantenimiento y la evolución del motor. 
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CAPÍTULO 2. ARQUITECTURA Y DISEÑO DEL MOTOR 
 
En este capítulo se describe una visión general de la arquitectura del motor [3] 
y se definen las capas más importantes. Seguidamente se explica que 
lenguajes de programación se han usado. 
 
2.1. Arquitectura estructurada en capas 
 
Como ocurre con la gran mayoría de sistemas software que tienen una 
complejidad elevada, los motores de juego se basan en una arquitectura 
basada en capas. Las capas de niveles superiores van a depender de las 
capas de niveles inferiores. Esta estructura de capas nos permite modificar 
cada una de las capas por separado sin afectar a las demás capas. A 
continuación se hace una descripción breve a nivel conceptual de éstas capas 
y en el CAPITULO 3 IMPLEMENTACIÓN se entrará en detalle y se explicará 
las diferentes técnicas aplicadas:  
 
 
 
 
Fig. 2.1 Esquema de la arquitectura general de un motor de juego 
 
 
A continuación, se describen los módulos más relevantes que forman parte de 
la arquitectura de la figura 2.1. 
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2.1.1. Hardware, drivers y sistema operativo 
 
Esta primera capa se refiere al hardware de la plataforma en la que se 
ejecutará el motor. En este caso el motor será multiplataforma. Esta capa de 
hardware será muy importante porque dependiendo del dispositivo final vamos 
a tener que realizar una optimización más estricta que en otras en función del 
potencial del dispositivo.  
  
 
2.1.2. SDKs y middlewares 
 
Típicamente un motor de juegos se suele apoyar en bibliotecas existentes y 
SDK para proporcionar una determinada funcionalidad. Concretamente este 
motor se va a apoyar en cuatro bibliotecas, todas ellas cumplen el requisito de 
ser multiplataforma. Para los gráficos 3D se va a utilizar la API gráfica OpenGL 
ES. Para la detección y tratamiento de colisiones se va a utilizar Bullet Physics. 
Para el manejo de estructuras de datos se va a utilizar las STL. Finalmente el 
motor va a utilizar las librerías de la propia empresa llamadas Underlibrary para 
hacer la portabilidad a las diferentes plataformas finales.  
 
 
2.1.3. Gestor de recursos 
 
La capa de gestión de recursos es la encargada de acceder a las entidades 
software que conforman el motor de juegos. Como recursos hay modelos 3D 
para los diferentes objetos que haya en nuestro mapa, texturas tanto de estos 
objetos como de las carreteras o diferentes elementos por todo el mapa, 
ficheros de configuración para cada uno de estos elementos, las fuentes para 
los textos y los mapas en 2D para representarlos en 3D. 
 
 
 
 
Fig. 2.2 Visión conceptual del gestor de recursos 
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2.1.4. Motor de rendering 
 
Esta capa es sin duda la parte más compleja de este motor. Esta capa la 
podríamos dividir en las siguientes subcapas: 
 
 
 
 
Fig. 2.3 Visión conceptual del motor de rendering 
 
 
La primera subcapa, el renderizado de bajo nivel, pretende renderizar las 
distintas primitivas de nuestro mundo 3D de la manera más rápida posible sin 
tener en cuenta posibles optimizaciones. Simplemente todos los vértices que 
sean visibles por la cámara serán renderizados. A continuación viene la capa 
de optimización. Una vez se ha seleccionado todas las primitivas geométricas 
en la capa de bajo nivel, en esta capa buscaremos incrementar el rendimiento 
del motor, limitando el número de las primitivas enviadas a la capa de nivel 
inferior(en el capítulo de implementación de este documento se explicarán que 
técnicas se han usado para limitar el número de primitivas). En la capa de 
efectos visuales entran en juego los sistemas de partículas, la niebla y la 
iluminación de nuestro mundo 3D. Finalmente la capa front-end esta vinculada 
a la superposición de elementos 2D a la escena 3D. Aquí entrará en juego los 
textos para mostrar la información de juego, el botón de menú y pausa, y la 
información general del juego mostrada por pantalla en tiempo de ejecución. 
 
 
2.1.5. Herramientas de desarrollo 
 
En esta capa nos encontramos todos los mecanismos para determinar el 
tiempo empleado en ejecutar un fragmento de código para mostrar el 
rendimiento del motor en tiempo de ejecución (FPS). 
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2.1.6. Motor de física 
 
Otra capa muy importante y compleja es el motor de físicas. Como ya hemos  
comentado este motor de juego utilizará la librería gratuita Bullet Physics [6]. 
Esta será la encargada de realizar la detección de colisiones entre los objetos 
que haya en nuestro juego, calculará los puntos de intersección entre los 
elementos que hayan colisionado y finalmente dará respuesta a esta colisión,  
como por ejemplo restar la vida de nuestro personaje. 
 
 
2.1.7. Interfaces de usuario 
 
Esta capa actúa como puente entre las capas de bajo nivel y las de más alto. 
Será la responsable de procesar los eventos de entrada del usuario, como 
puede ser pulsar un botón del mando de juego o mover el ratón. Al ser un 
motor de juego multiplataforma esto quiere decir que esta capa tiene que ser lo 
más general posible y dar respuesta al usuario ante cualquier evento posible 
del juego independientemente del controlador.  
 
 
2.1.8. Subsistema de juego 
 
En esta capa se rigen las mecánicas y las propiedades del mundo 3D así como 
el comportamiento de los diferentes objetos, personajes, enemigos, etc. Se 
definen las reglas que gobiernan el mundo en el que se va a desarrollar el 
juego como por ejemplo la vida del personaje, la colección de monedas, etc. 
Con esta capa se consigue independizar la lógica del juego de la 
implementación gráfica o física. 
 
 
2.1.9. Networking  
 
En la versión actual del motor no se considera la existencia de la capa de 
networking dado que no se va a permitir el modo de juego multijugador en red.  
 
 
2.2. Pipeline 
 
Podemos dividir el motor de juego a partir de tres comportamientos diferentes a 
lo largo de la creación y la ejecución de un juego. El motor consta de una serie 
de herramientas para la edición de los mapas de juego y una vez estos mapas 
ya han sido creados, el motor transformará estos mapas 2D en mundos 3D. 
Finalmente el motor actuará en tiempo de ejecución como entidad encargada 
de gestionar toda la información que transcurra a la largo de cada videojuego. 
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2.2.1. Motor como editor de mapas 
 
El motor en modo editor de mapas proporciona al desarrollador una serie de 
herramientas para crear de manera muy rápida y sencilla los mapas de juego 
en dos dimensiones. Este modo es opcional y por lo tanto sólo es una 
herramienta de ayuda para el diseñador de juego para tener una percepción 
más ajustada del mundo en 3D que posteriormente se va a representar. A 
continuación se muestra el pipeline de este modo: 
 
 
 
 
Fig. 2.4 Esquema diseño del motor como editor 
 
 
Mapa SVG: Primero de todo se le va a pasar al motor el fichero SVG que se ha 
editado.  
 
Lectura y procesado de datos: En esta fase el motor empezará a leer el 
fichero SVG y procesará y guardará la información en estructuras de datos 
conocidas. 
 
Creación de la carretera: A partir de los datos almacenados se comenzarán a 
crear todos los vértices correspondientes a la creación de la carretera. 
 
Creación de los obstáculos: A partir de los datos almacenados se 
comenzarán a crear todos los vértices correspondientes a la creación de los 
obstáculos sobre la carretera. 
 
Texturización4: Se procede a leer, cargar en memoria y mapear todas las 
formas geométricas de juego, es decir, carreteras y obstáculos. 
 
Renderizado 2D: Se preparan todas las matrices de transformación, se 
prepara la cámara, se ejecuta el código para tomar las fotos aéreas del mundo 
3D y se guardan cada una de las fotos tomadas.  
 
Imagen PNG: Por código y de manera automática, se juntan de manera lógica 
todas las fotos tomadas por la cámara y se entrega al diseñador de juego una 
imagen del mundo en 2D texturizado. 
 
El motor tarda muy pocos segundos en realizar todo este proceso. A cambio, el 
diseñador podrá unificar la imagen PNG con el fichero SVG. Esto lo que va a 
                                            
4 Operación utilizada para cubrir la superficie de un objeto virtual con una imagen. 
Arquitectura y diseño del motor   15 
 
permitir es tener otro fichero SVG con el mapa de juego real al más mínimo 
detalle. A partir de aquí podrá ubicar todos los objetos de manera precisa sobre 
el mapa. 
 
 
2.2.2. Motor como generador del mundo 3D 
 
El modo generador entrará en funcionamiento al inicio de la ejecución del 
videojuego. En comparación con el modo editor, aquí en la entrada vamos a 
tener el fichero SVG completo, con los objetos de juego incluidos. Si se ha 
ejecutado el modo editor, la colocación de estos objetos será muy precisa y el 
diseño de nivel será mucho más bueno que si no se utiliza el editor dado que 
no tendremos una referencia exactamente real del mundo de juego. Es decir, 
que tendremos una ubicación de los objetos a ciegas y la calidad del diseño del 
mapa será inferior. 
 
 
 
 
Fig. 2.5 Esquema diseño del motor como generador 
 
 
Como se puede apreciar los primeros pasos son exactamente idénticos al 
modo editor. 
 
Creación de los elementos de juego: Con una ubicación más o menos 
precisa en función si se ha utilizado el modo editor, el motor procederá a ubicar 
a los objetos de juego por todo el mapa.    
 
Físicas del mapa y de los objetos: En esta fase se inicializa el motor de 
físicas. Todas las formas geométricas creadas previamente, véase carretera, 
obstáculos y objetos de juego, van a tener una entidad física para detectar 
colisiones entre ellos.  
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Creación del Skybox5: El motor ofrece al desarrollador la opción de crear un 
skybox. Es él quien dará o no la orden de la creación. En el CAPITULO 3 se 
explicará qué es y para qué sirve. 
 
Creación del Heightmap6: Lo mismo pasa con el heightmap. Es el propio 
desarrollador quien dará o no la orden de la creación del heightmap. Si es así 
el motor procederá a la lectura y procesamiento de los datos de la imagen de 
heightmap para crearlo. En el CAPITULO 3 se explicará detalladamente la 
técnica de creación. 
 
Texturización: El motor procede a la texturización de la carretera y de los 
obstáculos. En esta fase el juego ya habrá indicado al motor que tipos de 
objetos hay en el juego, por lo tanto éste procederá a la creación 2D o 3D de 
los objetos con su texturización correspondiente.  
 
Efectos de iluminación y sistema de partículas: Por último se van a aplicar 
todos los efectos de iluminación sobre la carretera, obstáculos y objetos. Se 
van a crear las sombras, la posibilidad de tener niebla si el desarrollador quiere 
y sistemas de partículas para simular humo, fuego y agua. 
 
 
2.2.3. Motor en tiempo de ejecución de juego 
 
El modo del motor en tiempo de ejecución es donde va estar más tiempo 
ejecutándose y toma especial importancia porque es la fase donde el motor 
debe ser muy eficiente debido a las plataformas para las cuales queremos que 
sea operativo. En esta fase tomará mucha importancia el análisis de los FPS a 
los cuales se está ejecutando el juego. 
 
 
 
 
Fig. 2.6 Esquema diseño del motor en tiempo de ejecución de juego 
 
                                            
5 Técnica que sirve para simular el horizonte. 
6 Heightmap o mapa de alturas es un imagen a escala de grises que representa la elevación de 
una superficie en función del nivel de gris de cada píxel. 
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Control de eventos de entrada: Fase de control de los eventos de entrada del 
usuario. Si es un usuario de consola puede apretar una tecla de un mando o 
girar un botón analógico, si es un usuario de ordenador puede pulsar una tecla, 
o mover el ratón, etc. Todos estos eventos los debe capturar el motor y notificar 
al juego de ese evento.  
 
Acceso al motor de físicas: Esta fase es el núcleo del motor en tiempo de 
ejecución. El juego va a pedir información del estado de las físicas, y el motor 
de físicas le va a responder ante cualquier evento indicándole que objetos han 
colisionado entre si, actualizando la mecánica de cada uno de estos objetos. 
Todo esto se va a realizar con un sistema de callbacks que en posteriores 
apartados se explicará con detenimiento. 
 
Actualización del sistema de partículas: Los sistemas de partículas tienen 
un tiempo de vida limitado, tienen un número concreto de partículas y muchas 
más propiedades que se tienen que ir actualizando constantemente. Por 
ejemplo el motor será capaz de detectar que hay una explosión y crear un 
sistema de partículas en el lugar correcto con las propiedades adecuadas para 
crear el efecto deseado.  
 
Gestión de matrices de renderizado: En esta fase se preparan la matrices de 
modelación y de proyección para la representación de los datos por pantalla. 
 
Optimización y culling: Esta fase es de vital importancia dado que no todos 
los vértices del mundo 3D de nuestro juego van a ser visibles por pantalla. Es 
en esta fase donde se deben realizar una serie de técnicas para reducir lo 
máximo que se pueda el número de vértices a enviar a la tarjeta gráfica. Esta 
reducción se debe a que cuantos menos vértices enviemos, menos trabajo 
tendrá la tarjeta para representar todo el mundo y por lo tanto el juego se 
ejecutará más fluidamente. Estas técnicas a su vez tienen que ser muy 
eficientes, es decir, todos los cálculos realizados tienen que compensar el 
envío de estos vértices a la tarjeta. Por el contrario estas técnicas serán inútiles 
y no hará falta aplicarlas.  
 
Envío de los datos a la GPU: Una vez se han minimizado el número de 
vértices que queremos que sean visibles por pantalla, se envían a la tarjeta 
gráfica para representarlos. 
 
 
2.3. Diseño de código 
 
2.3.1. Patrones de diseño 
 
El proceso de diseño [4] de un motor de juego suele ser iterativo y en diferentes 
etapas de forma que se vaya refinando con el tiempo. Es en la fase de diseño 
donde se definen las estructuras y entidades que se van a encargar de resolver 
el problema modelado, así como sus relaciones y sus dependencias. En el 
diseño de un motor así como de cualquier producto software se encuentran 
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problemas y situaciones que conceptualmente se parecen entre si. Los 
patrones de diseño son soluciones conocidas y probadas para resolver los 
problemas de diseño recurrentes en el tiempo. De entre los muchos patrones 
de diseño que hay a continuación se van a explicar los que se han utilizado 
para la creación de este motor: 
 
2.3.1.1. Singleton 
El singleton [16] es un patrón de creación, es decir, nos proporciona una 
solución relacionada con la construcción de clases, objetos y otras estructures 
de datos. Concretamente el problema que tiene el motor es que queremos 
tener una única instancia de un determinado tipo de objeto. Se trata de nuestra 
clase de control. Esta clase de control es la que gestiona los eventos del 
jugador.   
Para garantizar que sólo existe una instancia del objeto Controls es necesario 
que los desarrolladores no puedan tener acceso al constructor. Para ello el 
constructor del singleton es privado. A cambio se proporciona al desarrollador 
un único punto controlado por el cual se pide una instancia única como se 
puede ver a continuación: 
 
 
 
Fig. 2.7 Clase Controls como singleton 
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2.3.1.2. MVC 
El patrón modelo-vista-controlador [17] pretende aislar la lógica de la interfaz 
gráfica de la aplicación. En la creación de un motor de juego la interfaz gráfica 
utilizando los gráficos 2D/3D sería la vista, el bucle de eventos sería el 
controlador y las estructuras de datos internas sería el modelo.  
 
2.3.1.3. Template Method 
Al realizar el diseño del motor se detectan ciertas funcionalidades comunes en 
diferentes entidades. El patrón template method precisamente consiste en 
extraer estos comportamientos comunes en una clase padre y definir en las 
clases hijas la funcionalidad concreta. En este motor un claro ejemplo de donde 
se aplica es en el sistema de objetos. El motor va a tratar a todos los objetos 
por igual con la clase GCObject y se les va a aplicar el concepto de 
operaciones hook , es decir, en caso de no estar implementadas en las clases 
hijas, tendrán una implementación por defecto. Con este patrón se consiguen 
estructuras altamente reutilizables y los videojuegos que utilicen este motor de 
juego, al crear sus propios objetos, como pueden ser enemigos estáticos o 
dinámicos heredaran de la clase GCObject del motor y podrán sobrescribir su 
comportamiento para cada uno de los diferentes tipos de enemigo. 
 
2.3.1.4. Forma canónica ortodoxa 
Para que no aparezcan errores inesperados de memoria en la ejecución del 
motor, este patrón de diseño define que la clase debe tener como mínimo: 
1) Constructor por defecto: Para poder instanciar arrays y poder utilizar los 
contenedores de la STL. 
2) Constructor copia: Sin él no podríamos pasar argumentos por valor, ni 
devolverlo como resultado de una función. 
3) Operador asignación: Sin él no funcionarían la mayoría de los algoritmos 
sobre contenedores. 
4) Destructor: Necesario para liberar la memoria dinámica. 
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Fig. 2.8 Forma canónica ortodoxa en la clase BulletTriangleMesh 
 
 
2.3.2. Máquina de estados 
 
El motor constará de tres estados: 
 
1) Inicialización: En este estado se ejecutarán todas las tareas con el motor 
en modo generador. Se leerán y procesarán todos los datos de entrada 
de mapa y se reservarán todos los espacios de memoria necesarios 
para la creación de los diferentes objetos y sus atributos. 
 
2) Bucle: En este estado se ejecutarán todas las tareas con el motor en 
modo tiempo de ejecución de juego. Básicamente se podrían englobar 
en tres subtareas principales. La primera es la gestión de entrada de 
eventos del jugador. La segunda es la ejecución de las mecánicas de 
juego. En esta subtarea tendríamos el acceso al motor de físicas, 
gestionando las colisiones y el sistema de callbacks. La tercera subtarea 
seria el renderizado, es decir, el envío de la geometría a la tarjeta gráfica 
optimizada. 
 
3) Cierre: En esta última etapa se va a liberar toda la memoria asignada en 
la inicialización para los recursos. Esta última etapa es de vital 
importancia dado que el jugador del videojuego podrá salir al menú 
principal del juego, volver a reiniciar una pantalla de juego o 
simplemente volver al menú principal del dispositivo. Esto significa que si 
no liberamos esta memoria asignada, permanecerá reservada hasta que 
se apague el dispositivo y con ello ocuparemos zonas de memoria, la 
cual posiblemente en tiempo de ejecución de juego nos de errores dado 
que estaremos accediendo a esta zona de memoria obsoleta. 
 
 
Arquitectura y diseño del motor   21 
 
 
 
Fig. 2.9 Máquina de estados 
 
 
2.4. Lenguaje de programación y librerías 
 
2.4.1. C++ 
 
C++ [15] es el lenguaje de programación más utilizado en el desarrollo de 
videojuegos y se puede considerar como el estándar de facto debido 
principalmente a su eficiencia y portabilidad. C++ es uno de los pocos 
lenguajes de programación que posibilitan la programación de alto nivel y, de 
manera simultánea, el acceso a los recursos de bajo nivel de la plataforma 
subyacente. Por lo tanto, C++ es una mezcla perfecta para la programación de 
sistemas y para el desarrollo de videojuegos. Para facilitar la tarea al 
programador de poder crear clases que tienen varias funcionalidades del motor 
se hace uso de la herencia múltiple de C++. De esta manera, una misma clase 
definida por el programador puede actuar como objeto gráfico o como un objeto 
de físicas.  
 
 
2.4.2. STL 
 
Las Standard Template Library [7] son un conjunto de librerías basadas en 
plantillas que ofrecen un conjunto de recursos en el lenguaje C++ diferenciados 
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en contenedores(vectors, lists, maps, …), algoritmos y funciones. Uno de los 
principales argumentos para utilizar STL en el desarrollo del motor es la 
reutilización de código que ya ha sido implementado, depurado y portado a 
distintas plataformas. Otro punto importante de STL es que muchos 
desarrolladores de todo el mundo lo utilizan. Este hecho tiene un impacto 
enorme, ya que tiene una de las comunidades mas grandes a nivel mundial en 
desarrollo de software y muchas de las grandes compañías de la industria de 
los videojuegos la usan para sus juegos triple-A. Como se ha comentado uno 
de los aspectos críticos en el ámbito del desarrollo de motores y videojuegos es 
el rendimiento con el objetivo de lograr una sensación de interactividad y 
realismo al usuario. La STL es el candidato ideal para manejar las estructuras 
de datos ya que proporciona muy buen rendimiento debido principalmente a 
que ha sido mejorado y optimizado por cientos de desarrolladores en los 
últimos años. Esto permite al desarrollador centrarse principalmente en la 
gestión de los datos y dar menos importancia a elementos de más bajo nivel 
como punteros o buffers de memoria. 
 
 
2.4.3. OpenGL y OpenGL ES 
 
OpenGL [5] es la biblioteca de programación gráfica más utilizada del mundo. 
Abarca no sólo la industria del videojuego, sino que también está presente en 
simulación, CAD, visualización científica, etc. OpenGL es una biblioteca para 
gráficos independiente de la plataforma sobre la que se está ejecutando. Ésta 
define la API gráfica que nos permite enviar las órdenes a la GPU para definir 
los mundos virtuales tanto en dos como en tres dimensiones. Para facilitar el 
desarrollo de aplicaciones con OpenGL sin preocuparse de los detalles 
específicos de cada plataforma existe una biblioteca independiente de OpenGL 
llamada GLUT. Esta librería externa facilita tareas como la creación de 
ventanas o la gestión de eventos entre otras.  
 
La gran mayoría de los dispositivos finales tienen API’s gráficas basadas en 
OpenGL ES. OpenGL ES es una especificación adaptada a los dispositivos 
portátiles, básicamente teléfonos móviles y consolas portátiles, mucho más 
pequeña y eficiente. Por lo tanto este motor utilizará OpenGL ES porque 
nuestros dispositivos finales serán dispositivos portátiles. 
 
 
2.4.4. Bullet physics 
 
Bullet [6] es un motor de simulación física desarrollada en C++, la cuál se 
encarga de determinar el movimiento de los objetos de juego y su interacción 
ante la influencia de fuerzas. De entre otras muchas tareas realizables por este 
motor de físicas, las tres principales y las que se van a usar son la detección de 
colisiones, su resolución y el la actualización del mundo tras esas 
interacciones. Bullet se distribuye bajo la licencia zlib, la cuál es una licencia de 
software libre y nos permite el uso en diferentes plataformas. 
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2.4.5. Underlibrary 
 
Underlibrary son un conjunto de librerías enfocadas al desarrollo rápido de 
videojuegos, diseñadas y programadas por la empresa Undercoders. La 
finalidad de las librerías es la de disminuir el tiempo de desarrollo, facilitar la 
creación de prototipos desechables y estandarizar un modelo de flujo de 
ejecución en los videojuegos creados. Éstas librerías son multiplataforma 
basadas también en C++ y OpenGL. Concretamente se utilizará el módulo 
UCFrameWork, para controlar el flujo de ejecución y el módulo UCGraphics, 
para cargar gráficos y texto 2D de forma optimizada. 
 
 
2.4.6. Otras librerías usadas 
 
Estas librerías forman parte del motor desarrollado como funcionalidad 
opcional. Estas librerías son las siguientes: 
 
2.4.6.1. ASSIMP(Open Asset Import Library) 
 
ASSIMP [9] es una librería multiplataforma desarrollada en C++ cuya función  
principal es la de importar modelos 3D para diferentes formatos. Es capaz de 
importar actualmente hasta 41 formatos diferentes de modelos en 3D por lo 
que la implementación de esta librería en el motor de juego dota de una libertad 
absoluta al desarrollador del videojuego para crear sus modelos 3D con el 
formato que mejor le convenga. No obstante, la cantidad de formatos que 
soporta se traduce en memoria ocupada por esta librería y en los dispositivos 
portátiles como ya se ha comentado con anterioridad, la memoria es un bien 
escaso. Es por esto que el motor de juego dispone de un importador propio, 
cuyo formato que va a importar será el formato OBJ. Por lo tanto si el 
desarrollador opta por utilizar el motor de juego con la opción de ASSIMP no 
tendrá ninguna restricción, en cambio si utiliza el importador implementado por 
el propio motor se verá obligado a crear modelos 3D con el formato OBJ.   
 
2.4.6.2. Box2D 
 
Box2D [10] es un motor de simulación física en dos dimensiones desarrollada 
en C++ distribuida bajo licencia zlib. Este motor de física es mucho más 
eficiente que Bullet dado que se simulan sólo dos dimensiones en lugar de tres 
dimensiones. Es una buena opción si el juego a desarrollar sólo usa estas dos 
dimensiones independientemente de si los gráficos son en tres dimensiones. Si 
se opta por esta opción, solamente actuará el motor de físicia Box2D, por lo 
tanto  Bullet automáticamente quedará desactivado. 
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CAPÍTULO 3. IMPLEMENTACIÓN 
 
En este capítulo se definen con detalle cada una de las funcionalidades del 
motor. En primer lugar se describen las matemáticas básicas utilizadas para el 
desarrollo del motor. Seguidamente se entra en detalle de cómo se ha 
implementado el flujo de ejecución del motor, la gestión de los recursos y la 
creación del motor gráfico y de físicas.  
 
3.1. Matemáticas básicas aplicadas 
 
El motor debe gestionar datos matemáticos en el espacio tridimensional como 
la posición, orientación y escala de los diferentes elementos que componen un 
juego. A continuación se explican las herramientas matemáticas usadas: 
 
3.1.1. Puntos, vectores y transformaciones 
 
Un punto se define como la posición/localización en el espacio tridimensional 
de cada uno de los objetos de juego. Este punto va a contener la coordenada 
x,y,z en el sistema de coordenadas cartesiano. La definición de los ejes 
cartesianos viene dado por la regla de la mano derecha.  
 
Los vectores nos van a indicar las orientaciones de los objetos respecto al 
espacio tridimensional, la dirección de la carretera en cualquier punto o la 
velocidad de los enemigos entre otras muchas cosas. Se utiliza el módulo de 
un vector para saber la distancia que hay entre dos puntos, por ejemplo la 
distancia de nuestro personaje con un enemigo. Se utiliza la normalización para 
saber la dirección unitaria en un determinado punto respecto a otro. Se utiliza el 
producto escalar para saber el ángulo que forman dos vectores. Finalmente se 
utiliza el producto vectorial para encontrar por ejemplo el vector normal de la 
carretera o de los objetos. 
 
Las transformaciones tridimensionales se representan de forma matricial. Las 
tres transformaciones básicas que se utilizan constantemente son: la 
transformación de traslación 𝑇! para mover un objeto de un punto a otro, la 
transformación escalar 𝑇! para escalar los objetos y la rotacional 𝑇! para 
rotarlos. Se representan con las siguientes matrices: 
 
 
𝑇! = 1 0 0 𝑇!0 1 0 𝑇!0 0 1 𝑇!0 0 0 1          𝑇! =
𝑆! 0 0 00 𝑆! 0 00 0 𝑆! 00 0 0 1  
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  𝑇! = 𝑥! 1− 𝑐 + 𝑐 𝑥𝑦 1− 𝑐 − 𝑧𝑠 𝑥𝑧 1− 𝑐 + 𝑦𝑠 0𝑦𝑥 1− 𝑐 + 𝑧𝑠 𝑦! 1− 𝑐 + 𝑐 𝑦𝑧 1− 𝑐 − 𝑥𝑠 0𝑥𝑧 1− 𝑐 − 𝑦𝑠 𝑦𝑧 1− 𝑐 + 𝑥𝑠 𝑧! 1− 𝑐 + 𝑐 00 0 0 1   
donde c=cos(angulo), s=sen(angulo) 
 
 
3.1.2. Curva de Bézier 
 
En el mundo de la computación gráfica la curva de Bézier [11] se utiliza para 
definir trazados y curvas suaves en tres dimensiones. El motor va a usar curvas 
cúbicas ya que con las curvas lineales o cuadráticas no podemos representar 
curvas que contengan puntos de inflexión. Tampoco vamos a usar curvas de 
mayor grado, porque queremos evitar la complicación innecesaria de cálculos 
matemáticos que supone ir subiendo de graduación. Por lo tanto el motor va a 
usar polinomios de grado tres para representar las curvas. 
 
 
 
 
Fig. 3.1 Curva cúbica de Bézier 
 
 
La curva cúbica de Bézier se representa gracias a cuatro puntos del espacio 
tridimensional 𝑃!, 𝑃!, 𝑃! y  𝑃!. La curva tiene su inicio en  𝑃! y  𝑃! y esta 
representada por lo valores de tiempo entre 0 y 1. Los puntos  𝑃! y  𝑃! son los 
denominados puntos de anclaje los cuales definen la forma de la curva. La 
forma paramétrica de definir la curva es la siguiente: 
 
 𝐵 𝑡 = 1− 𝑡 ! · 𝑃! +   3 · (1− 𝑡)! · 𝑡 · 𝑃! + 3 · (1− 𝑡)! · 𝑡 · 𝑃! +   3 · (1− 𝑡)!· 𝑡! · 𝑃! + 𝑡! · 𝑃!  , 𝑡 ∈ [0,1] 
    (3.1) 
 
3.1.3. Continuidad en el tiempo 
 
Para la construcción de la carretera se han concatenado varias curvas de 
Bézier cúbicas formando una gran curva única. Esta curva esta también 
comprendida entre 𝑡 ∈ [0,1] . Por lo tanto, todo enemigo, obstáculo y forma 
geométrica ubicada encima de la carretera va a tener una posición 
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tridimensional y un valor temporal asociado. Al tener este valor de tiempo 
podemos realizar operaciones tales como mirar la dirección de la carretera en 
función del tiempo para orientar un objeto o posicionar un enemigo a una 
coordenada temporal entre muchas otras cosas.  
 
 
3.1.4. Cuaterniones 
 
Los cuaterniones [18] representan una rotación alrededor de un eje arbitrario 
en el espacio tridimensional. Se representan con un vector de cuatro 
dimensiones, donde θ es el ángulo de rotación y 𝑣 es el eje de rotación en el 
espacio tridimensional: 
 𝑞  =  (θ,  𝑣)  
    (3.2) 
 
Dado que las rotaciones en tres dimensiones son operaciones 
computacionalmente muy costosas se va a utilizar el concepto matemático del 
cuaternión que es mucho más eficiente. 
 
 
 
 
 
Fig. 3.2 Rotación de un cuaternión 
 
 
La operación es sencilla, si queremos rotar el vector P1 alrededor del eje de 
rotación simplemente multiplicamos el vector por el cuaternión y el resultado 
será ese vector rotado θ radianes.  
 
 
3.2. Mecánica 
3.2.1. Flujo de ejecución 
 
Todos los subsistemas que conforman la arquitectura del motor tienen que 
actualizarse periódicamente mientras el juego se encuentra en ejecución y 
además, de manera sincronizada. Este bucle de juego idealmente tendría que 
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actualizarse con una frecuencia de 30 o más hertzios para obtener una tasa de 
FPS lo suficientemente elevada para garantizar una sensación de realismo al 
jugador. Para ello se ha implementado el bucle de juego basado en el modelo 
MVC anteriormente comentado. Primero se llama al controlador, para capturar 
y gestionar los eventos de entrada de usuario, a continuación se gestionan las 
físicas y se actualiza el modelo haciendo uso de las mecánicas de cada uno de 
los objetos. Finalmente se pasa a la fase de la vista, donde se va a optimizar y 
renderizar toda geometría visible en pantalla. 
 
 
 
 
Fig. 3.3 Código del bucle de juego 
 
3.2.2. Controles multiplataforma 
 
Para gestionar los eventos vamos a tener una única variable global llamada 
g_control y ésta va tener el atributo hold y stick. El atributo hold es una 
máscara de bits y actúa de la siguiente manera: 
 
- cuando apretamos un botón: 
  g_control.hold |= g_control.KEY_A; 
 
- cuando dejamos de apretar el botón: 
  g_control.hold &= ~g_control.KEY_A; 
 
- desde cada uno de los videojuegos podemos ver si se ha apretado un botón: 
if(g_control.hold&g_control.KEY_A) … 
 
KEY_A es interpretado por el motor como el botón/tecla para acelerar, por lo 
tanto, desde cada uno de los archivos “main” de los videojuegos, el 
desarrollador tendrá que relacionar el evento de entrada desde el controlador 
que utilize con el botón KEY_A. A partir de aquí el motor se encargará de 
gestionar este evento y proporcionar una respuesta. 
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El atributo stick detecta cualquier movimiento del botón analógico del mando. 
En función del incremento y del máximo valor que puede tomar este atributo, el 
motor proporcionará una respuesta adecuada al movimiento.  
  
 
3.2.3. Inteligencia Artificial 
 
Los diferentes enemigos y obstáculos por defecto no van a actuar de manera 
inteligente, van a permanecer en reposo y será desde cada uno de los juegos 
donde se les de una funcionalidad especifica. El motor sí ofrece una serie de 
herramientas para poder implementar inteligencia artificial. Por ejemplo, se 
disponen de algoritmos para que cada uno de los objetos sea informado de su 
posición y se les aplique un control especifico para poder seguir el curso de la 
carretera, o incluso se les indica la posición de nuestro personaje para poder 
atacarle cuando se considere. En todo caso, estos algoritmos son simples dado 
que requieren un coste computacional alto a cuántos más enemigos haya en 
juego. Es por esto que el motor no implementa ningún calculo de rutas óptimas 
o planificación. 
 
 
3.3. Recursos 
3.3.1. Sistema de directorios 
 
El motor de juego va a tener la necesidad de gestionar distintos tipos datos, 
como por ejemplo texturas, modelos tridimensionales, ficheros de 
configuración, fuentes, sonidos y los ficheros que contengan los circuitos a 
representar. El motor gestiona estos datos de forma consistente y garantizando 
la integridad de los datos, además de cargar y liberar los recursos asociados de 
manera eficiente. Ahora sólo falta saber donde se van a almacenar todos estos 
datos y hacerlos accesibles para que el motor pueda gestionarlos. Para ello, en 
el directorio de trabajo de cada uno de los videojuegos que hagan uso de este 
motor deberán tener un sistema de directorios como el siguiente: 
 
 
                       
  
 
Fig. 3.4 Directorio data y directorio world1 
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El directorio data contiene las carpetas common, font, gui y las carpetas world 
correspondientes a cada uno de los mundo o pantallas del videojuego. La 
carpeta common contiene todos los recursos comunes a todos los mundos. La 
carpeta font contiene las fuentes y tipos de letra, la carpeta gui contiene los 
recursos 2D correspondientes a la interfaz gráfica. Dentro de la carpeta de 
cada mundo nos encontramos los modelos 3D con las texturas 
correspondientes, la carpeta road donde se encuentran todos los recursos 
correspondientes a la carretera y finalmente todos los ficheros SVG que 
contienen todos los datos matemáticos necesarios para crear las carreteras y 
los objetos de juego.   
 
 
3.3.2. Lector de SVG 
 
Los ficheros SVG(Scalable Vector Graphics) son un formato para describir 
gráficos bidimensionales en formato XML. Las carreteras y los objetos de juego 
(enemigos estáticos y dinámicos) van a ser representados en este fichero SVG 
y el motor leerá y procesará todos estos datos y los representará en tres 
dimensiones. Por lo tanto, se ha implementado un parser XML el cuál contiene 
tres curvas de Bézier, una para la carretera en dos dimensiones, otro para 
indicar las alturas y darle esta tercera dimensión, y una tercera para darle 
forma al ancho de cada uno de los carriles. El fichero SVG también contiene los 
objetos que posteriormente serán obstáculos y enemigos. Cada uno de ellos 
están identificados de tal manera que el motor los reconoce y los implementa. 
 
 
3.3.3. 2D Render 
 
Como se ha comentado en el apartado de diseño, el motor ofrece una ayuda 
para el diseño de los niveles(motor funcionando como editor) llamada 2D 
Render. Esta funcionalidad consiste en representar tan sólo la carretera, sin los 
enemigos ni obstáculos. Una vez el motor lo representa(texturas incluidas), 
automáticamente el motor, haciendo uso de la cámara del juego, toma 
fotografías aéreas de la carretera y crea una sola imagen en formato PNG con 
el renderizado en 2D. Finalmente se le entrega al desarrollador esta imagen 
para ser adjuntada al mapa SVG para tener una representación exacta. 
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Fig. 3.5 Archivo SVG antes y después del 2D Render 
 
 
3.4. Gráficos 
3.4.1. Cámara 
 
Para visualizar el mundo tridimensional se hace uso de una cámara virtual. 
Esta cámara determina lo que es visible por pantalla definiendo un volumen 
tridimensional en forma de pirámide truncada llamada Frustum. Toda la 
geometría que quede dentro del frustum será visible y todo lo que esté fuera no 
lo será.  
 
Para definir el frustum primero de todo se establece un ángulo de visión(field of 
view) que será el campo de visión que tenga la cámara. A continuación se fija 
el alcanze mínimo y máximo y la relación de aspecto del plano sobre el cuál se 
va a proyectar la geometría(viewport). Finalmente se le indica a la cámara cuál 
es su posición en el espacio tridimensional, hacia dónde apunta y cuál es su 
vector normal. 
 
 
 
Fig. 3.6 Cámara Frustum 
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3.4.2. Skybox y Parallax scrolling 
 
Un Skybox es una técnica para crear sensación de amplitud a un juego. En él 
se suelen representar típicamente el cielo, mar, montañas o edificios que son 
inalcanzables. Un skybox es un cubo con las caras texturizadas de manera que 
las caras contiguas tienen relación unas con otras para crear esta continuidad 
del horizonte.  
 
 
 
 
Fig. 3.7 Skybox 
 
 
Nuestro mundo de juego en 3D se creará dentro de este cubo y la cámara 
quedará situada justo en el centro del cubo, de tal manera que éste se irá 
moviendo conforme la cámara se mueva para que ésta siempre quede en el 
centro. 
 
Para obtener una  sensación todavía de más profundidad se implementa la 
técnica del Parallax scrolling.  Ésta técnica consiste en dividir el skybox en 
diferentes capas dónde las capas más cercanas a la cámara se mueven más 
rápidamente que las capas más lejanas.  
 
 
 
 
Fig. 3.8 Parallax scrolling 
 
Implementación   32 
 
3.4.3. Mapa de alturas 
 
Un mapa de alturas es un plano cenital de la zona a representar usando una 
escala de grises dónde cada uno de sus píxeles representan una altura. Cada 
píxel tiene 8 bits, por lo tanto se pueden tener un total de 256 alturas diferentes. 
Las coordenadas de una imagen típicamente (x,y) representan las 
coordenadas (x,z) de nuestro mundo 3D, y la coordenada y es el valor en 
escala de gris del píxel asociado a estas coordenadas. El valor mínimo de 
altura es el 0 correspondiente al color negro, y el valor máximo es el 255 
correspondiente al color blanco. 
 
 
 
 
  
 
 
 
 
 
 
Fig. 3.9 Generación del mapa de alturas  
 
 
Los valores de altura se leerán en la fase de inicialización del motor y se 
almacenarán en un array por lo que no será necesario tener la imagen en 
memoria, lo cuál nos ahorrará un espacio bien necesario para otros recursos. 
 
3.4.4. Texturas y mapeado 
 
Una textura es una imagen cuyo objetivo es cubrir la superficie de un modelo 
tridimensional. Esta textura es mapeada en el modelo, es decir, se establece 
como se sitúa la textura sobre el objeto. El motor implementa lo que se conoce 
como el mapeado UV, donde se asigna una coordenada de la textura a cada 
vértice del objeto.  
 
 
 
 
Fig. 3.10 Mapeado de una textura  
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3.4.5. Modelos 3D 
 
Un modelo 3D es una colección de puntos conectados mediante primitivas 
geométricas como líneas, triángulos o curvas que representan un objeto en el 
espacio tridimensional. Como se ha comentado anteriormente, el motor 
implementa la lectura eficiente de estos modelos en ficheros con la extensión 
obj. Tal y como pasa con el mapa de alturas, en la inicialización del objeto el 
motor lee el fichero del modelo y almacena todos estos datos en un array que 
posteriormente serán enviados a la GPU para ser renderizados. 
 
 
 
 
Fig. 3.11 Modelo de la primera nave importada por el motor en 3D  
 
3.4.6. Iluminación 
 
Dentro del campo de la iluminación existen múltiples técnicas para simular 
sombras. Dadas las restricciones que tenemos debido a las plataformas finales, 
el motor implementa la más eficiente y sencilla de las técnicas. Se simula el sol 
como una fuente puntual de luz que irradia energía en todas las direcciones y 
se calcula el ángulo comprendido entre la normal en el punto de cálculo con el 
rayo dirigido hacia el sol. En función de este ángulo se altera el canal alfa de 
ese punto de tal manera que ángulos pequeños tendrán mayor alfa que 
ángulos grandes y se verán más iluminados. Si se realiza este cálculo con los 
centenares de miles de puntos que hay en un juego sencillo el coste 
computacional será muy elevado. Es por esto que el motor implementa estos 
cálculos en la inicialización del mapa de juego y por lo tanto, estamos fijando 
una iluminación/sombreado estático el cuál no cambiará en el transcurso de la 
partida. 
 
 
                 
 
Fig. 3.12 Iluminación direccional para cada uno de los píxeles 
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3.4.7. Billboards y sistema de partículas 
 
Un billboard es un objeto cuya textura siempre esta orientada hacia la cámara. 
Típicamente se utilizan en los juegos de carreras para representar el nombre 
del jugador encima del personaje y para mostrar otros elementos secundarios 
como árboles o vallas publicitarias. El motor implementa esta función para los 
objetos que están lejos de la cámara. Éstos no se representarán como modelos 
en 3D sino que simplemente se representaran con una textura siempre mirando 
a la cámara, pasando desapercibido para el jugador y optimizando así la 
representación de los objetos en el espacio tridimensional. 
 
          
 
Fig. 3.13 Técnica del billboarding 
 
 
Un sistema de partículas es un conjunto de elementos pequeños en 
movimiento dónde cada uno de estos elementos/partículas tienen un tiempo de 
vida, dirección de movimiento, orientación, color y tamaño diferentes. Su 
objetivo principal es la simulación de humo, agua, fuego, explosiones, etc. 
Cada una de las partículas normalmente suele hacer uso de la técnica del 
billboard, donde gracias a la orientación más la superposición del color de cada 
una de ellas se consiguen efectos reales. 
 
 
 
 
Fig. 3.14 Sistema de partículas simulando fuego 
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3.5. Físicas 
 
3.5.1. Bullet physics 
 
3.5.1.1. Formas de colisión y cuerpos rígidos 
 
Cada uno de los objetos del videojuego necesitan una forma de colisión, de 
aquí en adelante shapes, para poder realizar los cálculos para detectar 
colisiones. Los shapes no tienen propiedades de masa, inercia, posición, etc, 
sino que se adhieren a los cuerpos rígidos. Bullet permite el uso de 
primitivas(las cuáles implementan algoritmos de detección de colisiones 
optimizados) o mallas poligonales. El motor implementa las formas de cubo, 
esfera, combinación de ambos o le asigna una malla fiel al modelo 3D 
importado. Por defecto el motor para todos los objetos de juego se les asigna 
una shape en forma de cubo ya que es la más eficiente.  
 
En Bullet se tienen que diferenciar tres tipos de cuerpos. El primero es el 
cuerpo estático, el cuál tendrá una masa e inercia igual a cero. Este cuerpo no 
se moverá ni reaccionará ante una colisión, simplemente se utilizará su shape 
asociado para calcular los puntos de colisión con otro cuerpo. El segundo es el 
cuerpo dinámico, el cuál el desarrollador le asignará una masa y una inercia 
adecuado al objeto de juego. Éste cuerpo se moverá con total libertad por el 
mundo 3D y reaccionará ante las colisiones. Finalmente, el último cuerpo es el 
cuerpo cinemático, el cuál se moverá por orden del desarrollador pero no 
reaccionará ante las colisiones.  
 
3.5.1.2. Detección de colisiones 
 
En un videojuego el diseñador de juego puede dictaminar que dos objetos no 
colisionen sin embargo si lo hagan con otros. Para esto se ha implementado un 
sistema de retrollamadas o callbacks el cual es llamado cuando se produce una 
colisión entre dos cuerpos. Este callback nos informa sobre qué dos cuerpos 
han colisionado, cuáles son sus identificadores o que puntos han colisionado. A 
partir de esta información se puede modificar cualquier atributo del cuerpo 
como puede ser la fricción o la gravedad entre otras. Para ignorar la colisión 
miraremos los identificadores de cada objeto y el desarrollador decide la 
implementación de su reacción. 
 
3.5.1.3. Raycast 
 
La técnica del raycast consiste en disparar un láser virtual entre dos puntos y 
comprobar si ha colisionado con un cuerpo. Se ha implementado un sistema de 
callbacks similar al de las colisiones entre dos cuerpos y que nos informa sobre 
el punto inicial, final, el punto de colisión y el vector normal. Esta técnica es 
muy útil ya que permite por ejemplo situar los objetos de juego encima de la 
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carretera siempre en dirección al vector normal de la carretera o realizar 
algoritmos para la iluminación de los objetos, etc. 
 
3.5.1.4. Debug Draw 
 
Estamos acostumbrados a jugar a videojuegos y colisionar con objetos 
invisibles que aparentemente no existen. En realidad si que existe un cuerpo 
físico pero por algún error de desarrollo, el renderizado y la física no coinciden. 
Para evitar estos errores se ha implementado el dibujo tridimensional de las 
físicas para ver si existe algún error de este tipo. 
 
 
 
 
Fig. 3.15 Debug Draw en la primera demo del motor en Nintendo 3DS 
 
 
3.6. Optimización 
 
Un pilar fundamental de este motor de juego es el apartado de optimización. 
Sin esta optimización el rendimiento bajaría considerablemente y no 
conseguiríamos una tasa de FPS suficiente como para ejecutarse en 
plataformas tan poco potentes como Nintendo 3DS. A continuación se explica 
detalladamente en que partes del motor han sido optimizadas: 
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3.6.1. Código 
La creación y destrucción de los objetos es un concepto fundamental en C++ 
ya que el compilador genera código internamente. Un mal diseño significa 
gastar mucho tiempo llamando constructores, copiando objetos y generando 
objetos temporales. Para evitar este problema con los constructores y los 
destructores se han implementado las siguientes reglas: 
- En las sentencias if, la declaración de los objetos se va a hacer 
después de la comprobación de este if. El código más rápido de 
ejecutarse es aquel que nunca se ejecuta, por lo tanto si solo se 
cumple la condición muy pocas veces, vamos a pagar mucho menos 
coste que si la declaración del objeto estuviera antes. 
- Un punto crítico es la declaración de los objetos dentro de los bucles 
for. Al contrario que pasaba con las sentencias if, la declaración de 
los objetos tiene que ser fuera del bucle. Si se declara dentro del 
bucle, se va a llamar al constructor y al destructor a cada iteración. 
Es mejor declararlo fuera y pagar el coste solamente una vez. Si 
dentro del bucle tenemos una función que crea un objeto, se va a 
llamar al constructor fuera del bucle y va a ser pasado como 
referencia a la función. 
-  Las variables miembro de una clase se construyen antes de que el 
cuerpo del constructor sea invocado, lo que permite igualar el valor 
de la variable miembro con la referencia que el constructor tiene 
como parámetro como el la Fig 3.16.  
 
 
 
 
Fig. 3.16 Constructor por defecto vs eficiencia 
 
 
- Se ha utilizado en todos los casos el pre-incremento en lugar del 
post-incremento de variables. La operación x=y++ se hace en tres 
pasos. Primero se realiza una copia del valor original de y, se 
incrementa y luego se retorna el valor. Esta operación requiere la 
construcción de un nuevo objeto temporal, en cambio usando el pre-
incremento x=++y todo esto no es necesario. Nótese la importancia 
del pre-incremento en un bucle for. 
- A menudo las expresiones más fáciles de leer no son las más 
óptimas. Esto pasa en el caso de la suma de dos vectores v=v1+v2, 
donde utilizamos el operador+. Al realizar esta operación se creará 
un nuevo vector y será devuelto por valor. La creación de este nuevo 
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vector y la copia del vector es una operación muy costosa. Para 
estos casos utilizaremos la función Add de la STL la cual ya ha 
estado optimizada especialmente para estos casos. 
- Como se ha comentado en anteriores apartados, una regla básica de 
convención de código es inicializar cada una de las variables 
miembro de una clase en el constructor. Una excepción para mejorar 
el rendimiento seria la creación de un método para inicializar estas 
variables cuando esta clase va a ser instanciada como objetos 
temporales. Es decir, que si utilizamos esa clase para instanciar 
objetos temporales en nuestro código sin tener este método creado, 
todo el rato se van a inicializar cada una de las variables miembro de 
esa clase cuando no se van a hacer uso de ellas. 
- En el motor se requieren de estructuras de datos de hasta 4 
dimensiones. En esta última dimensión se suele almacenar todos los 
vértices de determinadas figuras geométricas, por lo que su tamaño 
puede ser muy elevado, de decenas de miles de coordenadas en tres 
dimensiones. Para acceder a los vértices se va a guardar una 
referencia constante de la estructura de datos con las tres 
dimensiones anteriores, de tal manera cada vez que queramos 
acceder a esta estructura de datos no tengamos que acceder a cada 
una de las dimensiones anteriores para llegar hasta el vértice que 
queramos. Esto nos ahorrará mucho tiempo de ejecución del código 
ya que estas estructuras de datos son muy frecuentes. 
 
 
3.6.2. Renderizado 
 
Para optimizar el render de nuestro mundo en 3D, tanto para la carretera, como 
para los obstáculos, enemigos y heightmap se utilizará la técnica LOD(Level of 
Detail – Nivel de detalle). Esta técnica incrementa la eficiencia del motor de 
renderizado reduciendo el número de vértices a pintar y por lo tanto reduciendo 
la carga de trabajo en la tarjeta gráfica. Esta técnica consiste en definir 
diferentes niveles de calidad del pintado en función de la distancia a la cámara. 
Como se puede ver en la Fig. 3.7 el mapa esta dividido por las zonas de color 
gris, dónde los círculos más cercanos a la cámara (punto negro) van a tener 
mayor resolución que los círculos más lejanos. 
 
 
 
 
Fig. 3.17 Rangos del nivel de detalle 
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La zona verde es el campo de visión de la cámara, por lo tanto todo aquello 
que este fuera de esta zona no será visible y estos vértices no se enviarán a la 
GPU (lo que se conoce como clipping). Nótese que como máximo el campo de 
visión podría ser 180º y por lo tanto como mínimo se dejan de pintar la mitad de 
vértices lo cuál ya es una mejora muy importante. Un ejemplo del resultado que 
se obtiene al aplicar esta técnica al mapa de altura sería el siguiente: 
 
 
 
 
Fig. 3.18 Nivel de detalle en el mapa de alturas 
 
 
Como se puede apreciar en la imagen 3.18 los triángulos que están cerca de la 
cámara se pintan más pequeños(hay muchos mas triángulos) y por lo tanto con 
mayor nivel de detalle. A medida que nos vamos alejando los triángulos se van 
haciendo más grandes y por lo tanto con menor resolución. 
 
Por lo general la implementación de este algoritmo es complejo y requiere una 
carga de trabajo para la CPU elevada. Bajo ninguna circunstancia esta carga 
de trabajo debe ser mayor a la carga de trabajo liberada en la GPU, por lo que 
esta optimización no seria eficiente. 
Otra técnica muy eficiente aplicada es lo que se conoce como el Culling. Esta 
técnica consiste en renderizar sólo las caras de la geometría que están visibles 
para la cámara. Es decir, si renderizamos un edificio, solamente queremos 
renderizar la cara frontal o las laterales si están visibles y en ningún caso 
queremos ver la cara de detrás por lo que se reducirán considerablemente los 
vértices a enviar a la GPU. 
 
Como complemento a todas estas técnicas de optimización también se ha 
implementado el efecto niebla. Este efecto lo que permite es camuflar todos 
estos niveles de optimización anteriormente comentados. Esto significa que 
detrás de la niebla donde hay el primer corte de nivel, la geometría va a ser 
renderizada con una resolución menor y a medida que nos acerquemos las 
resoluciones van cambiando por lo que el terreno cambiará bruscamente a 
cada iteración del juego. La niebla disimulará estos cambios de resolución en la 
geometría dando un impacto visual mucho más real al usuario. Dada una cierta 
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distancia lejana es probable que directamente no enviemos esos vértices a la 
GPU y no se pinte nada, por lo que la niebla servirá de barrera visual para que 
el usuario no se dé cuenta de que no hay nada pintándose más allá de la 
niebla. 
 
 
 
 
Fig. 3.19 Niebla 
 
 
Finalmente el motor de renderizado utiliza una herramienta de OpenGL llamada 
Vertex Buffer Object(VBO). Este VBO permite guardar los vértices de la 
geometría directamente en la memoria de video en lugar guardarlos en la 
memoria de sistema del dispositivo. Con el VBO una vez procesados todos los 
vértices de la geometría a renderizar en las funciones de inicialización de éstas, 
se van a enviar una sola vez toda esta información a la memoria de vídeo y 
esta va a ser renderizada directamente sobre ésta memoria de vídeo. Si no se 
hiciera uso de los VBO, los vértices de la geometría serían enviados a cada 
iteración del videojuego de la CPU a la GPU y luego serían renderizados ya 
que la GPU es la que se encarga de realizar esta operación.  
 
 
3.6.3. Físicas 
 
Tal y como pasaba en la optimización del renderizado, en el mundo de las 
físicas también vamos a aplicar ciertas técnicas para mejorar la eficiencia del 
motor en función de la distancia de los cuerpos físicos a la cámara. Se 
establecen unos niveles tal y como se hace en el renderizado, de tal manera 
que los cuerpos dinámicos que existan en el videojuego permanezcan 
despiertos o dormidos. Esto quiere decir que los cuerpos que estén a una 
distancia lo suficientemente cercana y que tengan un comportamiento propio 
de movimiento, como puede ser una nave que se dirige hacia nosotros para 
atacarnos, van a despertarse y sólo a partir de ese momento se van a realizar 
cálculos de física sobre ese cuerpo. Otra opción para los cuerpos que 
permanecen en reposo, es despertar al cuerpo cuando haya colisionado otro 
cuerpo con él y posteriormente reaccionar ante esta situación. 
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El motor de físicas se ejecuta un cierto número de veces por segundo y es el 
desarrollador de cada videojuego quien le indica al motor cuántas veces por 
segundo quiere que se ejecute la física. El valor más óptimo es que se ejecute 
una vez por cada ciclo de vida del videojuego. Cuantas más iteraciones realice 
el motor de físicas en un ciclo de vida, más preciso serán los movimientos y el 
cálculo de colisiones, pero menos eficiente será en términos de FPS. Por el 
contrario si las físicas se ejecutan una vez por cada dos ciclos de vida no tiene 
sentido dado que estaremos renderizando cuerpos los cuales todavía no han 
sido procesados y se desconoce exactamente la posición o la reacción física.  
 
Finalmente como ya se ha explicado, un cuerpo físico puede estar formado por 
varias shapes. Por ejemplo, una nave en tres dimensiones puede tener una 
shape en forma de cubo para las alas y una esfera para el cuerpo. 
Evidentemente cuántas más shapes tenga un determinado objeto, más va a 
tardar en detectar la colisión y en reaccionar ante ésta porque se tendrán que 
realizar los cálculos para las tres shapes. La práctica más óptima para estos 
casos es indicarle al motor que el cuerpo para simular el objeto en tres 
dimensiones sea una shape en forma de cubo o esfera. 
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CAPÍTULO 4. ETAPAS Y GESTIÓN DE PROYECTO 
 
En este apartado se hace un recorrido por las diferentes etapas y la evolución 
del proyecto. Seguidamente se describen las herramientas software que se han 
utilizado para gestionar el proyecto.   
 
4.1. Evolución 
 
A continuación, se muestra la evolución del motor a lo largo de todos los meses 
de trabajo explicando las mejoras más significativas. 
 
1) Dibujando curvas de Bézier en 2D: Se dibujan curvas de Bézier 
bidimensionales por pantalla como resultado de la lectura y el 
procesamiento de los datos proporcionados por un fichero editado SVG. 
 
2) Dibujando curvas de Bézier en 3D: Se crea otra curva de alturas en el 
fichero SVG para darle la tercera dimensión. Esta curva representa las 
diferentes alturas ‘y’ a lo largo de la carretera ‘z’. 
 
3) Creación de la carretera: A partir de dos curvas(bordes limitantes) se 
crea y texturiza una carretera. 
 
4) Añadiendo primitivas para los objetos:  Se crean cubos y esferas para 
simular a los enemigos y al personaje principal. 
 
5) Creación de un skybox: Se simula el horizonte con un skybox. 
 
6) Port para iOS – creación del juego Coordination Nation: Se mueve el 
motor al sistema operativo para móviles de Apple y se crea un primer 
juego llamado Coordination Nation. Este juego consiste en controlar dos 
bolas esquivando enemigos y sin caer de la carretera. Éste juego no 
implementa física por lo que el control de la bola encima de la carretera 
se hace en función de la curva de alturas en función de la coordenada 
‘z’. Este juego se considera 2’5D dado que sólo te mueves de izquierda 
a derecha a lo largo del eje ‘x’ y avanzas en función del eje ‘z’. 
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Fig. 4.1 Primera versión del motor ejecutándose en un iPad 2 
 
 
7) Añadiendo físicas 2D: Se implementa la librería Box2D para la detección 
de colisiones de la bola con la carretera y los demás enemigos. 
 
8) Creación de circuitos cerrados y movimiento tridimensional libre: El 
movimiento del personaje y la creación de la carretera queda limitado a 
los ejes ‘x’ y ’z’, es decir, todo avanza en el eje de las ‘z’ positivas. Se 
crea el sistema continuo t explicado anteriormente para quitar estas 
limitaciones. 
 
9) Creación de túneles y paredes: Se crean paredes, túneles y figuras 
geométricas sencillas para añadir espectacularidad a los juegos. 
 
10) Creación de texturas animadas – creación del juego Monster Adventure: 
Se substituyen las primitivas por texturas animadas para ofrecer más 
dinamismo a la escena. Se realiza un juego cuyo objetivo es recorrer un 
circuito en el menor tiempo posible.  
 
 
 
 
Fig. 4.2 Segunda versión del motor ejecutándose en Linux 
 
 
11) Creación multi-carril: Hasta ahora sólo teníamos una carretera con un 
carril. Se implementa un sistema donde el diseñador de niveles indica al 
motor cuantos carriles quiere que la carretera contenga. 
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12) Creación de obstáculos para cada carril: Para cada carril el motor ofrece 
al diseñador de niveles diferentes formas geométricas para ubicar a lo 
largo de la carretera como obstáculos(túneles, rampas, agujeros, etc.). 
 
13) Importación de modelos 3D: Se crean los primeros modelos 3D 
haciendo uso de la librería ASSIMP. 
 
14) Físicas en 3D: Se substituye la librería Box2D por la librería Bullet 
physics para dotar al mundo de físicas en 3D. 
 
15) Iluminación direccional – creación del juego SpaceRoads: Se 
implementa la iluminación direccional sobre la carretera y se realiza un 
juego de plataformas-velocidad cuyo objetivo es llegar a la meta en un 
tiempo límite. 
 
 
 
 
Fig. 4.3 Tercera versión del motor ejecutándose en Linux 
 
 
16) Creación del mapa de alturas: Se implementa un mapa de alturas para 
ubicarlo alrededor de la carretera. 
  
17) Optimización del pintado: Se procede a realizar la optimización del 
pintado de la carretera y del mapa de alturas. 
 
18) Port a Nintendo 3DS: Se mueve el motor a la plataforma Nintendo 3DS 
y se implementa la cámara estereoscópica de la consola para el efecto 
3D. En este momento se detecta que el motor no es lo suficientemente 
eficiente como para ser ejecutado en ésta plataforma. 
 
19) Creación del algoritmo de importación de modelos 3D: Se independiza 
el motor de la librería ASSIMP y se implementa un algoritmo sencillo 
para importa modelos 3D en formato OBJ. Con esta medida el motor 
ocupa mucha menos memoria. 
 
20) Optimización de las físicas: Se implementa el optimizado de las físicas. 
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21) Creación de sombras dinámicas y sistemas de partículas: Se 
implementan sombras para los modelos 3D que se mueven en función 
del movimiento del modelo y se implementan los sistemas de partículas. 
 
22) Modificación de la altura del ancho de la carretera: Se añade una última 
curva de Bézier para definir la forma del ancho de la carretera. Cada 
carril por lo tanto tendrá un vector normal diferente. Se modifica el 
comportamiento de los objetos y las diferentes figuras geométricas para 
adaptarse a esta nueva forma. 
 
23) Controles multiplataforma: Debido a que el desarrollo del motor se hace 
en un ordenador con sistema operativo Linux(inputs por teclado) y se 
quiere testear en la consola Nintendo 3DS, se implementa un sistema de 
controles automático que contempla eventos de teclado, eventos por 
pantalla táctil para futuras implementaciones en móviles y los eventos de 
la consola tanto joystick como botones.  
 
 
 
 
Fig. 4.4 Cuarta versión del motor ejecutándose en Nintendo 3DS 
 
 
4.2. Gestión de proyecto 
 
A continuación se describen las herramientas software que se han utilizado 
para la gestión del proyecto.  
 
4.2.1. RapidSVN y Trello 
 
Para el control de versiones del proyecto se ha utilizado la herramienta Apache 
Subversión. Concretamente se ha utilizado el programa cliente llamado 
RapidSVN tanto para los sistemas operativos Linux, Mac y Windows. Este 
programa esta basado en repositorios, localizados en el servidor local de la 
empresa y nos permite guardar los cambios realizados sobre los ficheros del 
repositorio así como recuperar versiones anteriores que hayamos guardado. 
RapidSVN puede acceder al repositorio de trabajo a través de la red por lo que 
permite trabajar sobre ese repositorio a varias personas desde diferentes 
ordenadores.  
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Por otro lado para la gestión de proyecto se ha utilizado la versión web y móvil 
de Trello. Trello es una herramienta de gestión que permite a un equipo de 
trabajo asignar y gestionar las tareas a cada uno de los miembros. Las tareas 
se han separado en cuatro grupos: tareas por hacer, por arreglar/modificar, por 
testear, en proceso y finalizadas. A cada una de las tareas se les ha asignado 
personas implicadas, fechas limite, subtareas y etiquetas para indicar el orden 
de preferencia de realización.  
 
 
 
 
 
Fig. 4.5 Control de versiones del proyecto con RapidSVN y gestión con Trello
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CAPÍTULO 5. INTERACCIÓN CON EL EQUIPO DE 
TRABAJO 
 
Una parte fundamental del proyecto ha sido la comunicación constante entre 
los diferentes componentes del equipo. A continuación se explica los roles hay 
dentro de la empresa y como se ha interactuado con cada uno de ellos a lo 
largo del proyecto. 
 
5.1. Organigrama empresa 
 
Undercoders es una empresa formada por dos socios fundadores y para cada 
proyecto se contrata a personal externo, lo que se conoce como outsourcing. Al 
ser una empresa con un número reducido de trabajadores, la organización de 
la empresa se representa con un organigrama horizontal como el siguiente: 
 
 
 
 
Fig. 5.1 Organigrama 
 
 
1) CEO(Chief Executive Officer): Típicamente se conoce como consejero 
delegado y es el máximo responsable de la gestión y dirección 
administrativa de la empresa. En Undercoders el CEO es David 
Jaumandreu, tutor de este proyecto, y se encarga de realizar el diseño 
de juego y es el nexo de unión entre artista y programador. 
 
2) CTO(Chief Technology Officer): El CTO es el responsable técnico del 
desarrollo del proyecto. En Undercoders el CTO es Josep Maria Cots y 
se encarga de tomar las decisiones técnicas del proyecto así como guiar 
y coordinar durante el desarrollo a los programadores y al equipo de 
test. 
 
3) Artista: Es el encargado de crear las texturas y los modelos en 3D para 
cada videojuego. Éste se encarga de hablar con el equipo técnico sobre 
cuestiones como el tamaño de las texturas en píxels o la orientación de 
los modelos 3D entre otras cosas.  
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4) Diseñador de juego: Es el encargado de definir el contenido del juego, 
sus reglas y objetivos. Para este proyecto el diseñador ha sido el 
encargado de definir las funcionalidades que el motor tiene que ser 
capaz de cubrir. 
 
5) Diseñador de niveles: Es el encargado de realizar la creación de las 
pantallas y niveles de juego haciendo uso del motor.  
 
6) Programador: Encargado de la implementación del motor y juegos 
mediante un lenguaje de programación. 
 
7) Equipo de test: Personas encargadas de probar las funcionalidades del 
motor y encontrar y notificar posibles errores durante la ejecución. 
 
 
5.2. Manual de diseño del motor 
 
Como parte de este proyecto una vez se ha acabado la fase de diseño e 
implementación, se ha realizado un manual paso a paso para que los 
diseñadores de nivel puedan crear las pantallas de los juegos de manera 
independiente a los programadores. Este manual recoge todas las 
funcionalidades del motor y establece una serie de pasos a seguir de manera 
clara, sencilla y sin tecnicismos. Este manual se ha elaborado de manera que 
su lectura sea entendedora para cualquier empleado de la empresa sin 
necesidad de tener conceptos de programación, matemáticas, física, etc. 
 
 
5.3. Documentación de código 
 
Para la documentación técnica del motor, a parte de los diagramas 
correspondientes, se ha utilizado Doxygen. Doxygen es un sistema de 
documentación automática que se genera a partir del código fuente escrito en 
C++. El resultado es un documento en HTML donde se lista todas las clases 
del motor con sus atributos y métodos. Para la generación de este documento, 
se introduce en el código una serie de palabras clave siguiendo la convención 
de Doxygen. 
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CAPÍTULO 6. ESTUDIO ECONÓMICO 
 
Todo proyecto tiene un impacto económico y a continuación se realiza un 
estudio sobre los costes y el tiempo invertido que afecta directamente al 
desarrollo de este proyecto. 
 
6.1. Cálculo del esfuerzo invertido 
 
A continuación se presenta un cálculo aproximado del esfuerzo temporal 
invertido en el proyecto, organizado en las diferentes áreas de trabajo: 
 
 
Tabla 6.1. Cálculo de horas invertidas en el proyecto 
 
Concepto de trabajo Horas requeridas 
Definición de objetivos y estudio de soluciones (4%) 
Brainstorming y propuesta de soluciones 42 h 
Evaluación de alternativas 6 h 
Definición de la solución 12 h 
Estudio alternativas tecnológicas (1%) 
Plataforma de desarrollo 7 h 
Tecnologías utilizadas 8 h 
Estudio teórico (15%) 
OpenGL 90 h 
C++ 65 h 
Bullet + Box2D (Físicas) 51 h 
SDK Nintendo 3DS 19 h 
Diseño (5%) 
Estudio y aplicación patrones de diseño 32 h 
Elaboración de diagramas 43 h 
Implementación (45%) 
Gráficos 270 h 
Físicas 170 h 
Controles 30 h 
Recursos 45 h 
Optimización 160 h 
Portabilidad (10%) 
Port a Nintendo 3DS 120 h 
Port a iOS 30 h 
Test (5%) 
Pruebas 75 h 
Documentación (10%) 
Manual del motor 22 h 
Documentación técnica 8 h 
Memoria TFG 120 h 
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Aplicación (5%) 
Demostración juego sobre Nintendo 3DS 75 h 
 
TOTAL 1500 h 
 
 
 
 
 
Fig. 6.1 Gráfico del esfuerzo invertido 
 
 
6.2. Cálculo del coste económico 
6.2.1. Coste de recursos humanos 
 
A continuación se muestra un resumen del coste económico del proyecto, 
calculado a partir del tiempo dedicado según cada uno de los perfiles de trabajo 
y el sueldo asociado a éstos. 
 
 
Tabla 6.2. Coste de recursos humanos 
 
Perfil de trabajo Horas trabajadas Coste por hora* Coste por perfil 
Project Manager 110 h  23,50 € 2.585,00 € 
Artista 75 h 13,80 €  1.035,00 € 
Diseñador de juego 100 h  20,70 € 2.070,00 € 
Diseñador de niveles 75 h 13,10 € 982,50 € 
Programador 975 h 17,20 € 16.770,00 € 
Tester 75 h 10,00 € 750,00 € 
TOTAL 24.192,50 € 
*fuente consultada en la empresa del desarrollo del proyecto 
De$inición	  de	  ojetivos	  y	  estudio	  de	  soluciones	  Estudio	  alternativas	  tecnológicas	  Estudio	  teórico	  Diseño	  Implementación	  Portabilidad	  Tests	  Documentación	  Aplicación	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6.2.2. Coste de recursos materiales y software 
 
En la siguiente tabla se detalla el hardware y software empleados para la 
ejecución del proyecto, así como su coste asociado.  
 
 
 
Tabla 6.3. Coste de recursos materiales y software 
 
Recurso Cantidad Coste 
PC Pentium IV 3Ghz 2GHz RAM 1 Previamente amortizado 
Licencia SDK + Debug Nintendo 3DS 1 2807,27 € 
Tarjeta SD de 8GB 1 5,90 € 
Open Office + Linux 1 0,00 € 
TOTAL 2813,17 € 
 
 
Para el desarrollo del motor no se ha necesitado el uso de un ordenador de 
última generación. Por lo tanto, el haber hecho uso de una máquina con más 
de cinco años de antigüedad en la empresa, no ha supuesto un coste añadido. 
En cuanto al software utilizado, tratándose de programas de distribución libre 
excepto el SDK de Nintendo, el coste asociado a éstos ha sido nulo. 
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CAPÍTULO 7. CONCLUSIONES 
 
7.1. Objetivos cumplidos 
 
El objetivo principal del proyecto es el diseño y implementación de un motor 
para videojuegos en tres dimensiones para la empresa Undercoders. Con la 
elaboración de este proyecto se ha conseguido ampliar las funcionalidades del 
motor de dos dimensiones que la empresa tiene desarrollado a las tres 
dimensiones.  
 
Pengine cumple con los requisitos de disminución de tiempo de desarrollo y 
prototipado rápido. Gracias a este motor, cualquier miembro del equipo sin 
tener conocimientos técnicos y siguiendo las instrucciones del manual será 
capaz de crear pantallas de manera rápida y sencilla. 
 
Durante el desarrollo se ha tenido en cuenta que el motor debía ser eficiente y 
multiplataforma, de ésta manera podría ser ejecutado en plataformas portátiles 
de menor potencia como los dispositivos con iOS, Android y Nintendo 3DS. Se 
ha logrado hacer la portabilidad a Nintendo 3DS gracias a una optimización de 
pintado, físicas y de código severa dado que esta plataforma es mucho menos 
potente que las demás. 
 
Para el desarrollo del motor se han utilizado librerías de libre distribución de 
alta reputación en la industria del cine y los videojuegos, cuya fiabilidad y 
eficiencia han sido probados en numerosos proyectos software. Se ha 
conseguido implementar y adaptar estas librerías a las necesidades del motor, 
listo para ser utilizado para el desarrollo de juegos comerciales. 
 
Con la realización de este proyecto, la empresa pretende desarrollar varios 
videojuegos centrándose principalmente en el mercado de Nintendo. La razón 
principal por la que desarrollar este motor y no utilizar uno ya existente es que 
para la consola 3DS, como se ha visto, no hay ningún motor disponible. En las 
últimas etapas del proyecto, Nintendo anunció el soporte del motor Unity para 
la consola 3DS pero tan sólo estará disponible para las nuevas versiones de 
ésta consola, por lo que Undercoders utilizará Pengine para sus desarrollos. 
 
Uno de los principales retos que encontraba en la realización del trabajo era la 
comunicación con los diferentes roles dentro de la empresa. Formando parte 
de un equipo multidisciplinar dónde cada persona es especialista en un 
determinado tema, se han utilizado con éxito las herramientas de gestión de 
proyecto y me he comunicado con cada uno de los miembros del equipo sin 
problemas. 
 
Finalmente, cabe destacar que la duración del proyecto ha sido más larga de la 
prevista inicialmente. Esto es debido a que la mejora continua del motor ha 
dado pie a añadir nuevas funcionalidades y a alargar la fecha límite unos 
meses. En este proyecto he aprendido que se puede añadir múltiples mejoras 
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día tras día. Por lo tanto desde un buen inicio, es fundamental establecer unos 
límites y ceñirse a las funcionalidades acordadas en un primer momento para 
no alargar el desarrollo del proyecto. 
 
7.2. Líneas de futuro 
 
Como se ha comentado en el apartado anterior son numerosas las mejoras que 
se pueden realizar a este motor. La principal mejora a realizar seria en la 
edición de niveles. Recordemos que la edición del nivel se realiza en 2D en un 
fichero SVG, por lo que se obliga al diseñador de niveles a imaginar esa tercera 
dimensión en sus creaciones. En un futuro, el motor debería permitir la edición 
de niveles directamente en 3D como si se tratara del juego en si. 
 
Siguiendo el ejemplo de los motores comerciales más conocidos, Pengine 
debería ofrecer un conjunto de recursos predefinidos listos para ser ejecutados, 
reduciendo así el tiempo de la creación de los niveles. Este conjunto de 
recursos deberían de ser modificables por el propio diseñador.  
 
Se ha realizado la portabilidad a iOS y Nintendo. En un futuro, y dependiendo 
de la situación del mercado, se podrían realizar más portabilidades a 
plataformas como Android debido al carácter multiplataforma del motor. 
 
Como se ha visto en la arquitectura de motor, hay una capa que hace 
referencia a la conectividad a internet. En la versión actual del motor, no se 
hace uso de ella pero en un futuro se podría querer crear videojuegos 
multijugador en red de carreras, y por lo tanto se tendría que implementar esta 
capa.  
 
La más difícil de las mejoras sería independizar el motor del género de juegos 
que se quiera realizar. Actualmente el motor se centra en la creación de 
videojuegos de carreras y se ha optimizado para ello, pero no está pensado 
para desarrollar videojuegos de disparos en primera persona por ejemplo. 
Evolucionar el motor para que fuera capaz de absorber el desarrollo de más 
géneros significaría incrementar el equipo de desarrollo significativamente e 
invertir mucho tiempo en ello. Para este caso sería preciso volver a realizar un 
estudio de alternativas y ver si compensa ese esfuerzo o no. 
 
 
7.3. Evaluación de impacto ambiental 
 
El impacto  medioambiental de este proyecto es mínimo ya que como 
herramientas de trabajo solamente se ha utilizado un ordenador con varios 
años de antigüedad y el kit de desarrollo de Nintendo 3DS. Como el motor no 
soporta multijugador en red, no se hace uso de ningún servidor el cuál 
supondría un gasto energético. 
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GLOSARIO 
 
 
CPU(Central Processing Unit) 
La Unidad Central de Procesamiento es el elemento que se encarga de 
procesar los datos. 
 
GPU(Graphics Processing Unit) 
La Unidad de Procesamiento gráfico es un procesador dedicado 
exclusivamente al procesamiento de gráficos coexistente con la CPU.  
 
EULA (End User License Agreement) 
Acuerdo entre el dueño de los derechos de un producto y el comprador en el 
cuál se definen que usos el usuario final le puede dar al producto. 
 
API (Application Programming Interface) 
La Interfaz de Programación de Aplicaciones representa un conjunto de 
llamadas a diferentes bibliotecas que ofrecen determinadas funcionalidades. 
 
FPS (Frames per second) 
Tasa de frames por segundo es la frecuencia con la que se muestran las 
imágenes por pantalla. 
 
PNG (Portable Network Graphics) 
Formato de almacenamiento de datos gráficos sin pérdidas. 
 
SVG(Scalable Vector Graphics) 
Los ficheros SVG son un formato para describir gráficos bidimensionales en 
formato XML. 
 
OBJ  
Formato de fichero que representa modelos tridimensionales.  
 
UML (Unified Modeling Language) 
Lenguaje gráfico que sirve para describir un sistema software. 
 
XML (Extensible Markup Language) 
Lenguaje para representar datos multiplataforma. 
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ANEXO A. DIAGRAMA UML 
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ANEXO B. CONVENCIÓN DE CÓDIGO 
 
Para mantener una coherencia en el código y hacer posible una rápida lectura 
visual se va a seguir una convención de código para proyectos software 
desarrollados en C++ definido por Google. Seguir esta convención es 
fundamental dado que los desarrolladores de la empresa Undercoders deben 
de ser capaces de realizar mejoras en el código e incluso ampliar sus 
funcionalidades entendiendo el código ya escrito de manera rápida. A 
continuación se comentan los puntos más relevantes de ésta convención de 
código: 
 
1) Ficheros de cabecera: 
- Todas los ficheros de cabecera deben tener #define para prevenir la 
inclusión múltiple. Example_Project/example/src/simple/object.h debe 
tener #define EXAMPLE_SIMPLE_OBJECT_H_ 
- Definir funciones inline solamente si tienen 10 líneas o menos. 
- Cuando declaramos una función con parámetros, primero van los 
inputs(valores o referencias const) y luego los outputs(punteros non-
const).  
- Los ficheros de cabecera deben de ser listados como descendientes 
de la raíz del proyecto. Por ejemplo, Example_Project/src/tfg/object.h 
debe de ser incluido como #include “tfg/object.h”. 
 
2) Clases: 
- No realizar inicializaciones complejas en los constructores, 
especialmente si estas pueden dar lugar a errores o requieren 
llamadas a métodos virtuales. En estos casos utilizar una función de 
Init(). 
- Si tu clase tiene variables miembro, debes declarar un constructor 
para inicializar estas variables. De lo contrario el compilador creará 
un constructor por defecto y podrá inicializar estar variables con 
valores inapropiados. 
- El uso de structs queda limitado a objetos pasivos que sólo contienen 
información. El acceso a sus atributos se realizará de manera directa 
y no utilizando las funciones get/set. Si se requiere de más 
funcionalidades entonces el uso de clases es más apropiado. 
- El orden de declaración en una clase debe de ser public, protected y 
privado. Si algún bloque esta vacío no hace falta especificarlo. Las 
declaraciones dentro de cada bloque deben de seguir el siguiente 
orden: typedefs y enums, constantes, constructores, destructor y 
métodos. 
- Si alguna función supera las 40 líneas de código, dividir esta función 
en varias funciones. 
- Todos los parámetros pasados como referencia deben de ser const. 
- Se va a usar el cast de C++: static_cast<> en lugar del cast de C: 
(int)3.5 
- Se va a utilizar el operador pre-incremento(++i) en lugar del post-
incremento(i++). Especialmente esto será muy útil dado que en los 
bucles for  si se utiliza el i++, se va a realizar una copia de i a cada 
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iteración y por lo tanto la eficiencia de nuestro código se verá dañada 
dado que se va a hacer un uso muy extenso del bucle for. 
 
3) Nomenclatura: 
- Los nombres de las funciones, de las variables y de los ficheros 
tienen que ser descriptivos. No hay que dejar lugar a ambigüedades 
o a nombres sin sentido. 
- Los nombres de los ficheros deben de ser en letras minúsculas. 
- Los nombres de las clases, structs, typedefs y enums deben 
comenzar con letra mayúscula para cada nueva palabra(p.ej. 
MyExcitingClass). 
- Las variables globales deberán tener el prefijo g_(p.ej. g_controls). 
- Las variables constantes deberán tener el prefijo k(p.ej. 
kDaysInAWeek = 7). 
- Los atributos de una clase deberán tener el prefijo m_ y todas las 
letras en minúsculas(p.ej m_position). 
 
4) Comentarios: 
- Se usa // para los comentarios de una línea y /* */ para un bloque de 
comentarios. 
- Cada clase y cada método de ésta clase deben tener un comentario 
breve describiendo su función y cómo va  a ser usada. 
- En la implementación de los métodos deben existir comentarios en 
aquellas partes del algoritmo donde sea trivial su comprensión. 
 
5) Formato 
- Como máximo cada línea de código debe tener 80 caracteres. 
- Se va a usar 0 para los enteros, 0.0 para los reales, NULL para los 
punteros y ‘\0’ para los caracteres.  
- Si una parte de la sentencia if-else utiliza llaves, la otra también 
deberá usarlas. 
 
 
 
 
 
 
 
 
