A new method to operate machine model and beam simulation programs for accelerator control has been developed. Existing methods, although cumbersome, have been used in control systems for commissioning and operation of many machines. We developed GENI, a generalized graphical interface to these programs for model-based control.
Introduction
Machine modeling and beam simulation codes are the basis of a model-based accelerator control system. Some of these codes were developed for machine lattice design study and others for operation and commissioning, and thus are operated and controlled very differently. There is a great need to develop a generalized graphical environment to operate all of these codes and this need motivated the development of GENI, a GENeral
Interface.
GENI provides the user with a color graphics environment comprising a variety of objects such as windows, plots, tables, menus, and buttons. These objects are combined in a unique way to give the user maximum information and control for beamline analysis and design study. It reduces the time-consuming task of learning how to operate a simulation code to the simple task of learning how to play a video game.
We have applied this interface to several modeling codes, including COMFORT [l] , a lattice modeling code, and RESOLVE [2] , a trajectory error analysis and simulation code. In all cases, we have utilized the underlying object-oriented [3] structure of GENI and built on this to perform the specific functions as required. The use of GENI to operate COMFORT to make changes in the machine functions will be described in this paper to illustrate the ease of use of this graphical environment.
Existing model interfaces
In general, most of the existing interfaces of the beam optics codes can be described as having four input sections and one output section. The sections are:
(1) The beamline element definitions,
The beamline definitions, The first two sections are standard among all codes since they use the MAD [4] language to describe the beamline elements and to define the beamline itself. The differences generally lie in the control and output statements. For example, one code may have control statements for twiss parameter fitting and another for orbit correction. In fact,-&& if two codes do perform the same function, invariably their control statements will differ. This is the impasse that GENI can be used to overcome.
3.
New model interface
The new model interface, GENI, does contain the five sections of the existing methods. The information contained in sections (1) and (2) The Element Map, located at the center of the screen, is used to provide the necessary connections to the other sections. This layout allows all five sections to be encapsulated and therefore the operations only involve message passing among themselves. The encapsulation of each section provides an object-oriented-like environment that makes the integration of GENI to different codes simple.
Interface detail
Since the Element Map is the focal point of this design, it will be described first.
.The Element Map displays icons of beamline elements in the order in which they appear in the beamline. Scroll arrows are provided to move the map along the beamline since the number of elements that can be displayed at one time is limited by the workstation graphics and is generally less than the total number of elements in the beamline. Since GENI is object-oriented in nature, it can be integrated with other codes by implementing only a few message-passing routines to perform these functions. Extract-ing information from the target code is generally the most laborious part. Changing parameter values and performing fitting or simulation is relatively easy. With a handful of routines, GENI can be quickly integrated with any modeling code for discrete element beamlines.
Portability to workstations
Although GENI was developed on a DEC VAXSTATION 200 using UIS graphics, it was designed with the intent to port this graphical interface to other workstations. With that in mind, a kernel was essentially written to translate GENI's graphics commands to the device-dependent routines. The most time-consuming work will be to implement the interrupt mechanism for menu and button control since all other tasks, such as draw a line-or open a window, are easily implemented. It has been estimated that the time required to implement GENI on a Macintosh is one week.
The NEXT implementation
A new application is to implement GENI in a portable trajectory analysis and correction system that can be used in any control system, or as a stand alone program. This new system, THE WORKS ( THE WORKstation Solution ), is being developed using a dedicated NEXT computer. 8.
Summary
The use of a model-based program to commission and control a complex accelerator system has led to the recent success in the operation of SLC. The work described in this paper represents only the first step toward the development of a model-based control system that will be needed to commission and operate future accelerator systems more effectively and effortlessly.
Figure Captions 
