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RESUME 
 
 
Cette thèse introduit une nouvelle approche de l'adaptation de composants 
logiciels qui consiste à adapter le composant à ses  contextes d'utilisation en se basant 
sur le point de vue de l'utilisateur. Nous décrivons le profil de l'utilisateur sous la 
forme un  ensemble de  triplets dont chacun spécifie les propriétés souhaitées, les 
réactions correspondantes à traiter dans le cas où une condition n'est pas  vérifiée et 
les échéanciers d'évaluation des propriétés. Nous proposons aussi un service de 
supervision de composant (SSC) qui  repose sur la surveillance de l'état des 
composants pour obtenir des clichés qui reflètent l'état actuel du composant et les     
changements récents. Nous définissons également le service de sûreté de service  
(SSS) qui intercepte les requêtes clientes et qui les délègue vers le  composant le plus 
convenable, tout en gérant l'exécution du composant  en fonction du profil d'usage.      
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Tóm tắt 
 
 
 
Luận án giới thiệu một cách tiếp cận mới để thích nghi các thành tố phần mềm 
theo các ngữ cảnh sử dụng, dựa trên quan điểm người sử dụng. Chúng tôi miêu tả bản 
trích yếu sơ lược của người sử dụng dưới dạng một tập hợp các bộ ba gồm các thuộc 
tính mong muốn ở thành tố, các phản ứng tương ứng cần xử lý khi một điều kiện 
không được thỏa, và các thời điểm đánh giá các thuộc tính. Chúng tôi cũng đề nghị 
một dịch vụ giám sát thành tố (SSC : Service de Supervision de Composant) dựa trên 
việc quan sát trạng thái các thành tố phần mềm để có được các âm bản phản ánh trạng 
thái hiện tại của thành tố và các thay đổi gần nhất. Chúng tôi cũng định nghĩa một 
dịch vụ an toàn cho dịch vụ (SSS : Service de Sûreté de Service) để chặn trước các 
truy vấn của người sử dụng và đưa chúng về thành tố thích hợp nhất, nhằm quản lý 
việc khai thác thành tố theo bản trích yếu sơ lược của người sử dụng. 
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những tình huống ngặt nghèo. Không có những người đó, tôi không thể nào hoàn 
thành được luận án này. 
Tôi xin kể trước tiên thầy Padiou rất ấn tượng với tính cách thật hiền lành và 
kiên nhẫn. Gia đình của thầy Mauran, với chị Françoise và cháu Sophie, đã mang lại 
cho tôi không khí thân tình qua những buổi dã ngoại khám phá thật thú vị và những 
bữa ăn vui vẻ, ngon lành. Tôi hết sức biết ơn Bà Christianne Jourdaa đã đón tiếp tôi 
rất nồng hậu, can thiệp về nhà ở, giúp tìm hiểu văn hóa Pháp, luôn nâng đỡ tinh thần 
tôi ... 
Đặc biệt, chị Huỳnh Thị Anh, bác sĩ Trần Hữu Thế và con trai Ti (Trần Thế 
Anh) đã cho tôi tình cảm gia đình thật sự. Tôi cũng không quên gia đình của chị họ tôi 
Trương Thị Tuyết Nga- Phạm Thành Chí, cũng như gia đình của anh chị Đỗ Quí 
Trọng- Martine Buron, đã làm tôi cảm động biết bao nhiêu bởi tình cảm trìu mến bên 
cạnh những giúp đỡ thực tế của họ. 
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Nhóm bạn sinh viên thân thiết chúng tôi, với Võ Hữu Thảo, Hồ Xuân Dũng, 
Trần Sĩ Trung, Nguyễn Thị Hằng và nhiều người khác nữa, mà « trụ sở » có vẻ như 
đặt ở trường Thú y (École Vétérinaire), đã cho tôi hiểu thế nào là tình bạn đúng nghĩa 
khi ta xa quê hương. Những người bạn thân này đã chia sẻ sâu sắc những kinh 
nghiệm, những thử thách, những cảm xúc mạnh mẽ đối với từng sự kiện trong ba năm 
học này. Bao mùa qua đi, đã có biết bao chiếc lá mọc rồi lá rơi, đã bao người đến rồi 
người lại đi ; nhưng những kỷ niệm nhiều vô kể của chúng tôi, tràn đầy những nụ cười 
và nước mắt, thì đọng lại mãi mãi trong tôi. 
Sẽ là một sai lầm to lớn nếu không kể đển sự giúp đỡ về mặt tinh thần của 
những đồng hương khác : chị Tô Kim Liên, các anh chị Đỗ Mạnh Cương- Đỗ Nguyệt 
Ánh, Nguyễn Văn Trí- Phạm Thị Trọng, v.v... và các hội sinh viên Việt nam ở 
Toulouse UEVT (Union des Etudiants Vietnamiens à Toulouse) và TLS-VTL 
(Toulouse- Vong Tay Lon),  và tổ chức nhân đạo AEFV (Association Entraide 
France-Vietnam). 
Tôi xin chấm dứt lời cảm tạ này bằng lời đề cao sự hy sinh của những người 
thân của tôi. Cả cuộc đời khó nhọc của mẹ tôi, một người tuyệt vời, đã dành cho thành 
công và hạnh phúc của các con, nhưng bà đã bỏ tôi ra đi trước khi chứng kiến ngày 
này như một trong những thành quả nuôi dạy con của mình. Một lòng biết ơn lớn lao 
đến ba tôi, người đã ước mơ và đã tin từ khi tôi còn bé rằng tôi sẽ được học lên cao, 
người đã nuôi dưỡng giấc mơ đó và không ngừng giúp tôi thực hiện nó. Tôi cũng may 
mắn có được một người mẹ chồng rất đáng phục, đã xem tôi như con ruột, đã khuyến 
khích tôi tiếp tục học hành, nhưng bà cũng đã ra đi mãi mãi và không còn thấy được 
ngày về của tôi. Tôi kính dâng lên tất cả những người giờ đây đang ở thế giới bên kia 
đó một nén nhang như lời hối lỗi đã không báo đáp được đầy đủ ơn nghĩa sinh thành 
dưỡng dục. 
Và còn chồng tôi nữa, anh Lê Quyết Thắng : làm sao cho xứng đáng với tình 
yêu của anh đây ! Sự vắng mặt quá lâu của tôi đã để lại gánh gia đình quá năng nề 
trên đôi vai một nhà nghiên cứu hết sức đam mê công việc như anh. Hai thiên thần 
nhỏ của tôi đã phải chịu mất mát quá lâu. Gia đình tôi luôn là nguồn hổ trợ tinh thần 
mạnh mẽ cho tôi truớc mọi gian nan. 
Tôi cũng xin cám ơn những người khác trong gia đình lớn của tôi, các bạn bè, 
và các đồng nghiệp ở Việt nam, Pháp, và Mỹ đã giúp đỡ tôi trong đời sống riêng tư 
lẫn trong nghề nghiệp. 
Cuối cùng, tôi xin lỗi độc giả về mấy trang dài cảm tạ này. Đơn giản vì tôi 
muốn làm nổi bật những giúp đỡ quí báu đã cho phép tôi hoàn thành luận án, cho dù 
có nỗi âu lo về những căn bệnh nguy hiểm đe dọa gia đình chốn xa xôi, tài chánh có 
hạn chế, v.v... Tôi cũng xin độc giả lượng thứ cho các lỗi không tránh khỏi trong lời 
cảm tạ này. 
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INTRODUCTION 
 
Contexte de la recherche 
Depuis quelques décennies, l’évolution rapide de l'informatique est un 
phénomène dominant dans le monde.  
Les technologies apportées par l’informatique changent la société en ayant un 
impact important au niveau social. Outre les succès continus de l’amélioration de la 
qualité des matériels qui diminue rapidement le prix des machines, les logiciels ont 
connu eux-aussi de grands changements dans leur développement. 
Ces logiciels sont devenus de plus en plus complexes et soulèvent de 
nombreux problèmes de conception, de développement, de test, de maintenance. Ceci 
a conduit à définir plusieurs types d’intervenants dans la réalisation des applications : 
les concepteurs, les architectes, les programmeurs, les assembleurs, les déployeurs, les 
administrateurs système, les fournisseurs. Et surtout, les utilisateurs ne jouent plus 
simplement le rôle d’observateur : ils interviennent dans toutes les phases d’une 
application en introduisant leurs besoins. Plus ils comprennent l'apport, les possibilités 
offertes par l’informatique, plus ils veulent que l’application souhaitée réponde 
correctement et suffisamment à leurs besoins, tant dans ses aspects fonctionnels que 
ses aspects non-fonctionnels. 
Cette demande pose de nouveaux défis aux applications. Elles doivent ne plus 
être monolithiques après un développement mené de façon rigide sous un point de vue 
fixé dès le départ, mais devenir plus souples en étant assemblées à partir de modules 
correspondants à chaque secteur de l’entreprise où elles sont appliquées. Par 
conséquent, les modules doivent être modifiables selon  l’évolution de l’entreprise. 
Les interactions de tout type doivent donc être maîtrisées : il s'agit d'un sujet de 
recherche important portant sur l’adaptation des logiciels.  
Ces recherches sont réalisées dans deux grands contextes : l’un  est celui des 
organismes de  recherche, et l’autre, celui des sociétés qui produisent des produits 
informatiques sur le marché. On ne cesse pas de rechercher une représentation 
convenable pour les données, une programmation efficace, une architecture logicielle 
raisonnable dans la situation actuelle où l’application et l’utilisateur sont omniprésents 
et la réponse doit être la plus exacte et rapide possible. 
La notion de composant est ainsi apparue comme fondamentale pour résoudre 
les problèmes posés grâce à ses bonnes caractéristiques qui complètent celles de la 
notion d’objet. La programmation par aspects est aussi actuellement considérée 
comme une approche prometteuse parmi les méthodes de programmation jusqu'alors 
disponibles telles que la programmation modulaire, la programmation orientée objet, 
la programmation orientée sujet, etc.  
Les langages de description d’architecture (ADL) viennent compléter la notion 
de composant en permettant de la description d'architectures. De nombreux langages 
de ce type sont développés au sein des universités et des instituts de recherche. On 
peut citer les projets : UniCon, Wright,  ASEOP et ACME de l’Université de 
Carnegie-Mellon, Rapide de l’Université de Stanford, xADL de l’Université de 
Californie, etc. Ils fournissent différentes définitions d'un noyau de concepts 
maintenant largement adoptés : en tout premier lieu, la notion même de composant, 
mais aussi les notions de connecteurs, de ports, de rôles ... qui expriment les services 
fournis et requis par les composants et les interactions entre eux à travers les 
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interfaces. Ces notions se présentent sous forme graphique, ou textuelle, ou les deux à 
la fois la plupart du temps. 
Dans ce contexte, il faut considérer l’adaptation de composant qui reflète un 
nouveau point de vue : au lieu de réécrire entièrement ou partiellement une 
application, on crée des composants qui ont la capacité de s’adapter eux-mêmes aux 
changements de l’environnement. Pour l’instant, l'adaptation des composants peut être 
classifiée selon un type d’adaptation comme, par exemple, le changement d’interface, 
la composition, la supervision de composants, et la composition et l’adaptation de 
connecteurs. Le changement de l’interface d'un composant peut être réalisé à travers 
le renommage, la restriction ou le changement de type de composant qui se fait par la 
vérification statique de code, le contrôle de message à l’exécution, ou la spécialisation 
de composant. La délégation de requêtes est une forme du 2e type d’adaptation de 
composant : la composition de composants. La supervision des composants implique 
en même temps l’observation des composants. Le dernier type d’adaptation de 
composant est la composition et l’adaptation des conteneurs qui sont un élément très 
important dans les modèles de composants. Il vise à engendrer de nouveaux 
connecteurs par la transformation des données, la combinaison de connecteurs, l’ajout 
d’un rôle  (observateur ou intercepteur) à l’interaction, la modification de protocole 
orienté session ou l’agrégation de connecteurs. 
L’adaptation dynamique des composants intéresse beaucoup de chercheurs. 
Elle est étudiée dans différents contextes d'exécution (par exemple sans ou avec 
mobilité). Elle fait appel à des concepts variés (un canevas, un patron de conception 
ou un bus logiciel générique). Elle met en oeuvre différentes notions (la sémantique 
de la communication, la réflexion des systèmes complexes via la réification, 
l’introspection et l’intercession) appartenant aux aspects tant fonctionnels que non 
fonctionnels. Elle est instrumentée par des boîtes à outils et utilise des moyens comme 
les conteneurs, les interfaces APIs, les tisseurs dans la programmation par aspects, un 
composant complexe qui joue le rôle d’un combinateur dynamique de services, les 
méta-objets associés aux stratégies d’adaptation autour d’un moteur d’adaptation. Ces 
recherches ont pour objectif d’apporter la flexibilité, la dynamique et la structuration 
aux applications. Elles peuvent se traduire par l’attachement/le détachement 
automatique des attributs aux conteneurs  selon le contexte d’exécution des 
composants grâce à un service de reconnaissance de contexte, ou à un canevas de 
surveillance et à un module de décision. L’adaptation de composant peut avoir lieu 
avant l’exécution (phase de conception et de développement), au lancement (phase de 
déploiement) ou pendant l’exécution du système. Les règles de cohérence structurelle, 
cohérence comportementale et cohérence sémantique sont définies pour l’adaptation à 
l’exécution des composants. 
Plusieurs techniques sont proposées pour l’adaptation de composant.  On peut 
faire appel à la composition, la super-imposition, le paramétrage pour les techniques 
qui sont centrées sur la conception des composants. Tandis que l’approche « copier-
coller », l’héritage et l’encapsulation appartiennent à la catégorie des techniques 
destinées à l’utilisation des composants.  
Avec l’apparition des composants adaptables, la méta-modélisation est 
introduite pour modéliser les composants aux différents niveaux. Le formalisme UML 
s’inspire aussi de la méta-modélisation. 
Dans le monde industriel, les grandes sociétés et les groupes de normalisation 
tels que l'OMG proposent des (spécifications d') intergiciels facilitant de plus en plus 
la transparence, la réutilisabilité, l’interopérabilité des composants. On peut citer 
l’intergiciel J2EE avec les composants Enterprises JavaBeans (EJB) de Sun, ou NET, 
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COM et DCOM de Microsoft, ou CORBA, CCM du groupe OMG, Fractal du 
consortium ObjectWeb. En outre, les intergiciels réflexifs  JavaPod, Jonathan, 
OpenCorba, OpenOrb, etc apportent aussi leur contribution et leur diversité à la 
communauté des intergiciels. 
 
Problématique étudiée 
Comme nous avons dit au paragraphe précédent, les utilisateurs veulent 
intervenir lors des différentes phases d'élaboration des composants, si possible en 
exprimant leurs besoins en terme de domaine métier et aussi de qualité de service. Ces 
besoins peuvent ne pas être prévus par le concepteur du composant comme les 
attributs du composant, mais évoluent de plus en plus durant le processus 
d’utilisation. 
Dans un tel contexte, les applications obtenues par assemblage de composants 
doivent s’adapter automatiquement à cette évolution. Il faut une spécification de 
composants correcte (complète, statique et homogène) qui est assez difficile à réaliser 
en réalité. Il est nécessaire que la structure du système conçue par les concepteurs de 
composants ne soit pas remise en cause par ces changements.  
Pour pallier cette demande, plusieurs solutions sont proposées et sont 
classifiées en trois types : l’évolution du logiciel, l’adaptation et la personnalisation. 
Cependant, elles sont basées sur les points de vue du concepteur, de l’installateur ou 
de l’administrateur de composant en appliquant les modifications sur le composant 
qu’il a conçu. Le rôle de l’utilisateur est donc négligé. 
Nous voudrions introduire une nouvelle adaptation du composant sous un 
angle tout à fait différent : adapter le composant à ses contextes d’utilisation en se 
basant sur le point de vue de l’utilisateur. Cette fois, l’utilisateur est un participant 
actif car il est un acteur important dans l’interaction avec les composants de 
l’application pour provoquer des adaptations. C’est lui qui fournit un profil qui 
exprime ses besoins et intentions sur l’utilisation des composants.  
La supervision de composant, qui est une notion importante dans l’adaptation 
dynamique de composant, est mise en évidence par un service convenable et 
interactif. 
Nous nous attachons également à présenter un service de sûreté de service 
(SSS) qui implante une couche d’évaluation/ interprétation  des profils, entre 
l’application et le conteneur du composant.  
 
Thèse soutenue 
Cette thèse a pour but de présenter l’adaptation des composants centrée sur 
l’utilisation. 
Nous décrivons le profil de l’utilisateur sous la forme un ensemble de triplets 
qui spécifie concrètement des conditions souhaitées, les réactions correspondantes à 
traiter dans le cas où une condition quelconque n’est pas vérifiée et les échéanciers 
prédéfinis pour que l’adaptation se réalise de façon synchrone ou  asynchrone. 
Nous proposons aussi un service de supervision de composant (SSC) qui 
repose sur la surveillance de l'état des composants pour obtenir des clichés qui 
reflètent l’état actuel du composant et les changements récents s’il y a. Tout utilisateur 
est encapsulé dans un conteneur qui dispose et contrôle le profil. Tout composant est 
encapsulé dans un conteneur qui connaît les profils utilisateurs. Il existe une 
répartition du code d’adaptation entre l’utilisateur et le composant. 
9 Thèse « Adaptation des composants centrée sur l’utilisation»                                    
     
Nous définissons également le service de sûreté de service (SSS) qui est 
considéré comme un intercepteur qui intercepte les requêtes clientes et qui les délègue 
vers le composant le plus convenable, tout en associant un profil d'usage 
correspondant à ce composant pour gérer l'exécution du composant. 
La portabilité entre les systèmes hétérogènes des différents composants est 
assurée. 
Plan général 
La thèse se divise en deux grandes parties : la première est consacrée à l’état 
de l’art dans le domaine de l’adaptation des composants et la deuxième est destinée à 
décrire notre proposition,  le  service de sûreté de service (SSS). 
Le chapitre 1 commence la thèse avec la notion de composant. Après la 
définition de la notion d’aspect et de quelques propriétés génériques, nous exposons 
les avantages de la programmation par  aspects ainsi que ses problèmes de mise en 
oeuvre et ses outils. 
Ensuite, la notion d’architecture logicielle et la définition des langages 
d’architecture logicielle (ADL) sont abordées dans le chapitre 2. Les projets 
concernant ces langages sont introduits et certains sont illustrés sur un exemple en 
notation textuelle et/ou en notation graphique. Nous nous attachons particulièrement à 
présenter le projet UniCon de façon plus détaillée. 
Le chapitre 3 est dédié à l’adaptation des composants. Nous sommes amenés à 
décrire tout d’abord les principes généraux et les règles pour l’adaptation dynamique 
(à l’exécution) de composants. Les types d’adaptation et les techniques d’adaptation 
lors des phases de conception et d’utilisation de composants sont ensuite détaillés. 
Logiquement, la méta-modélisation et la MOF (Meta-Object Facility) se présente 
comme un outil utile pour modéliser des composants adaptables. 
Après avoir parcouru les définitions, les mécanismes et les outils nécessaires  à 
l’adaptation de composant, les lecteurs peuvent trouver au chapitre 4 leur mise en 
oeuvre et leur extension aux modèles de composants dans le monde industriel. Nous 
essayons de donner des introductions brèves mais suffisantes des intergiciels très 
connus dont J2EE est un modèle grâce à ses services très variés définis par un 
ensemble riche d’interfaces APIs. Ces modèles de composants s'appuient sur les 
avantages de l'approche par composant, sur des constructeurs visuels d’application 
(JavaBeans et Enterprise JavaBeans-EJB de J2EE), sur les fonctionnalités du serveur 
de composants EJB, sur le rôle du conteneur (EJB, CCM) et sur l’interopérabilité de 
protocoles de communication à distance (CORBA, CCM). Le chapitre 4 termine ainsi 
ce tour d'horizon sur l’adaptation de composant.  
 
La deuxième partie s’ouvre par le chapitre 5 qui ébauche le cadre choisi pour 
l’adaptation de composant selon notre approche. L’insuffisance des réponses aux 
besoins utilisateurs nous amène à présenter un nouveau point de vue : c’est 
l’adaptation de composant par le client. La démarche générale de la solution est 
étudiée à la fin du chapitre. 
L’architecture du service  d’adaptation fait l’objet de notre recherche dans le 
chapitre 6. La notion de conteneur et son fonctionnement synchrone/asynchrone sont 
rappelés. Les figures sont également montrées pour illustrer le rôle du conteneur dans 
la couche d’adaptation. Celui-ci joue le rôle d’un observateur et d'un intercepteur. La 
portabilité apportée par le conteneur, et la coordination entre le composant et son 
adaptation sont évoquées. 
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Le profil d’usage, un des points importants dans notre proposition, est défini 
dans le chapitre 7. Son contenu se compose de triplets dont chacun est formé par une 
condition, une réaction et un échéancier. Les définitions de ces notions sont étudiées. 
Après avoir présenté la mise en oeuvre de la notion de profil, nous l'illustrons sur 
certains exemples support  pour clarifier l’utilisation de cette notion. 
Pour renforcer l’efficacité de notre solution, un service de supervision de 
composant (SSC) est proposé. Le chapitre 8 décrit de façon complète 
l’instrumentation de composant avec les paragraphes sur sa fonctionnalité et sa mise 
en oeuvre. 
Le chapitre 9 continue la description de la solution proposée par la mise en 
oeuvre du service de sûreté de service (SSS). L’architecture du service est déduite de 
la traduction du profil tant au côté client, qu’au côté serveur. Nous présentons 
l’intégration de la notion de profil en utilisant le langage d’architecture logicielle 
ACME, et le langage de programmation Java dans l’intergiciel CORBA.  
Nous pensons qu’il est plus difficile de considérer une proposition sans 
observer son illustration. Un exemple (en l'occurrence d’un service de change de 
monnaie) est donc présenté dans le chapitre 10. Le formalisme d’analyse UML est 
utilisée dans ce cas, avec les diagrammes de séquence qui montre l’interaction entre 
les composant et surtout, le rôle des services SSC et SSS. Quelques évaluations sont 
reprises des choix techniques ci-dessus. 
La thèse se termine par le chapitre 11 dédié à une évaluation de notre approche 
ainsi qu’à la présentation des perspectives. 
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13 Thèse « Adaptation des composants centrée sur l’utilisation»                                    
     
14 Thèse « Adaptation des composants centrée sur l’utilisation»                                    
     
Introduction de la 1ère partie 
 
Dans cette première partie, nous étudions le concept de composant qui est 
apparu face à la complexité croissante des logiciels et nous approfondissons plus 
particulièrement le problème de l’adaptation. 
Dans un premier temps, nous présentons donc ce concept de composant 
aujourd’hui bien établi mais dont la complexité même et les multiples dimensions 
soulèvent de nombreux problèmes et sujets d’études. 
Dans un deuxième temps, nous nous intéressons au problème de l’assemblage 
de composants en procédant à un tour d’horizon des langages de description 
d’architecture logicielle (ADL). 
Là encore, si quelques concepts et principes de base semblent se dégager, la 
diversité des problèmes à résoudre fait apparaître de nombreuses variantes et objectifs 
à travers les projets de recherche examinés. 
Enfin, dans les derniers chapitres, nous nous focalisons sur le problème 
d’adaptation des composants. Nous explorons les différentes techniques proposées 
dans les projets de recherche. Ensuite, nous dressons un état de l’art des techniques 
d’adaptation dans les intergiciels à composants couramment utilisés. 
Cette étude bibliographique amène à constater que les solutions proposées 
pour l’adaptation des composants sont centrée sur la conception et le côté serveur de 
composant. Ceci nous conduit à une deuxième partie dans laquelle nous présentons 
notre proposition centrée sur l’utilisation. 
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Chapitre I  
 
NOTION DE COMPOSANT 
 
Ce chapitre ouvre la première partie avec la notion de composant et la 
programmation par aspects qui est une technique de traitement actuellement reliée au 
composant. 
La notion de composant est introduite comme un complément du modèle à 
objets dont le modèle de composants hérite et qui en étend les caractéristiques : la 
modularité, l’interconnexion et les possibilités d’adaptation pour répondre aux besoins 
utilisateurs. Nous insistons aussi sur la réutilisabilité des composants. Parmi les 
composants, on peut distinguer d’une part les composants serveur déployés sur les 
serveurs et d’autre part, les composants applicatifs exécutés par les clients. 
De même, la programmation par aspects cherche à résoudre les difficultés 
rencontrées dans la programmation orienté objets. Base de la programmation par 
aspects, la notion d’aspect est tout d’abord définie. Parmi de nombreux aspects 
actuels, nous citons par exemple : performance, équilibrage de charge, tolérance aux 
fautes, synchronisation et concurrence, sécurité. Evidemment, la programmation par 
aspects est ensuite abordée, avec sa définition, ses avantages, ses mise en oeuvre et 
ses outils. 
I.1 La notion de composant: 
Le développement du modèle d’application par assemblage (interconnexion) 
de composants logiciels apparaît comme une évolution nécessaire, face à la 
complexité croissante des systèmes d’informations, aux besoins accrus des utilisateurs 
en matière d’évolutivité, d’adaptation et de réutilisation. 
La notion de composant a émergé dans le courant des années 90. Elle répond à 
des préoccupations, essentiellement pratiques, et vise à pallier des insuffisances du 
modèle à objets. Ces insuffisances sont apparues notamment dans le domaine de la 
conception et de l’administration de systèmes ouverts, à grande échelle (« dans le 
large »). 
La notion de composant fait l’objet de multiples définitions informelles 
([Sam97], [MR99], [Lew98], [Est] ...), qui, au delà de leurs différences, semblent 
converger vers quelques caractéristiques distinctives, motivées par un objectif global 
de réutilisation : 
* La modularité : Pour faciliter la composition, la notion de composant 
conserve et étend le principe de modularité à la base des modèles à objets. Ainsi, dans 
le cadre d’une conception, un composant sera vu et manipulé à travers des interfaces : 
  + Une interface fournie: qui, à l’instar de l’interface d’un objet, définit les 
services, la fonctionnalité, assurés par le composant. Un composant peut fournir une 
ou plusieurs interfaces, correspondant à une ou plusieurs « vues » du service rendu par 
le composant. 
  + Une interface requise : destinée à faciliter la composition, l’interconnexion 
du composant à d’autres composants, dans le cadre d’une architecture logicielle. Cette 
interface permet de spécifier à l’extérieur du composant les  services utilisés par le 
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composant, ce qui permet de considérer les composants comme des boîtes noires, lors 
de la conception. 
* Cette spécification à gros grain est exploitée pour la construction 
d’application par assemblage de composants, par l’interconnexion de leurs interfaces 
fournies et requises, au travers de connecteurs. Les connecteurs, qui constituent - avec 
les composants- le constructeur de base des langages de description d’architectures, 
peuvent apparaître comme des composants « intermédiaires », permettant de définir 
des modes d’interaction variées : synchrone/ asynchrone, point à point/ multipoints ... 
* Les possibilités d’adaptation d’un composant existant à un contexte 
applicatif donnée sont enrichies, à travers : 
  + la possibilité (illustrée par les Java Beans) d’associer à un composant un 
ensemble de propriétés configurables, d’appeler des traitements d’initialisation, en 
fonction du contexte d’utilisation du composant. 
  + l’association de contraintes « techniques » au composant (architecture, 
plateforme logicielle ou matérielle ...) , utiles lors du déploiement et permettant 
effectivement de considérer le code comme une boîte noire lors de sa diffusion et de 
son déploiement. 
  + la séparation entre les aspects fonctionnels, réalisés par le composant et les 
aspects non-fonctionnels, c’est-à-dire l’ensemble des services (interconnexion, 
services système, ...) utiles à la mise en oeuvre de la logique applicative. Cette 
séparation va permettre une conception « générique » des composants indépendante 
des services nécessaires à leur bon fonctionnement, puis une intégration de ces 
services à partir d’une spécification déclarative des besoins du composant en terme de 
services, d’aspects non-fonctionnels. Ces services sont généralement mis en oeuvre 
par un conteneur qui encapsule le composant et intercepte puis interprète les appels 
aux services réalisés par le composants lui-même. 
Les composants réutilisables sont intéressants parce qu’ils facilitent le 
développement rapide d’application. Un développeur peut assembler une application à 
partir de composants prédéfinis, plutôt qu’à partir d’un amas de composants. 
Les composants serveur sont les composants d'application réutilisables, pré-
empaquetés qui fonctionnent sur un serveur d'application. Ils peuvent être combinés 
avec les autres composants pour créer les applications. Ils sont similaires aux 
composants applicatifs (côté client), mais généralement de plus grande granularité et 
plus généraux. ([Nor00], [RAJ02]) 
I.2 Programmation par aspects et  composants : 
La programmation par aspects est une approche récente. Bien que son objectif 
initial ne soit pas l’adaptation, elle peut faciliter celle-ci à un niveau de granularité fin. 
Nous allons dans ce qui suit en présenter les principales caractéristiques. 
I.2.1 Motivation de la programmation par aspects (AOP : Aspect 
Oriented Programming) : 
Il existe des problèmes de programmation que les techniques de 
programmation impérative ou orientées objet (OOP) ne peuvent résoudre 
efficacement et correctement, car elles ne peuvent pas capturer clairement les 
décisions de conception importantes que le programme doit implanter. [KLM97]  
Concrètement, la programmation orientée objets rencontre des difficultés pour 
la localisation des contraintes globales et les comportements génériques, la séparation 
des « aspects » (attributs, propriétés ou domaines d'intérêt) et l’application des 
connaissances spécifiques aux domaines métiers. [EFB01]  
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L’implantation de ces aspects est dispersée partout dans le code et rend ce 
code plus difficile à développer et maintenir. [KLM97]  
De nombreux langages de programmation orienté objets ou fonctionnels, ou 
procéduraux ont un point commun au niveau de leurs mécanismes d’abstraction et de 
composition : découper le système en unités de comportement ou fonctions et 
implanter ces unités sous forme de procédure généralisée (objet, méthode, procédure).  
Il existe une relation d’interdépendance entre les langages de programmation 
et le processus de conception. Le processus de conception logiciel décompose le 
système en des unités plus petites (approche top-down). Les langages  de 
programmation fournissent les mécanismes pour définir les abstractions  représentant 
les composants du système, et permettent de combiner, de composer ces abstractions 
de plusieurs façons pour produire le système final complet. 
Cependant, la structuration de l’application finale peut conduire à trois 
résultats : l'implantation finale du système est : 
• soit compréhensible mais inefficace,  
• soit efficace mais non compréhensible,  
• soit enfin à la fois compréhensible et efficace.  
Par exemple, une optimisation de l'utilisation de l'espace mémoire peut 
conduire à transformer un code simple en un code beaucoup plus compliqué, difficile 
à comprendre, à développer et à maintenir. 
La programmation par aspects est une technologie qui tente de résoudre les 
problèmes précédents pour garantir en même temps un système final compréhensible 
et efficace. 
I.2.2 Définition de la notion d’aspect : 
Il existe de nombreuses définitions de la notion d'aspect. À titre d'exemple, 
nous donnons les définitions suivantes : 
- Contrairement à un composant qui peut être encapsulé (bien localisé, 
facilement accédé et composé si nécessaire) et qui tend à devenir une unité dans une 
décomposition fonctionnelle, un aspect ne peut l’être. Il constitue plutôt une propriété 
qui affecte les performances ou la sémantique des composants de façon systématique, 
quel que soit le composant. [KLM97]  
- Le même auteur, George Kiczales, a donné la définition suivante d’un 
aspect : 
« Un aspect est une unité modulaire qui recouvre et concerne la structure des 
autres unités modulaires globalement.  
Des aspects existent au niveau de la conception et de l’implémentation. Un 
aspect de niveau conception est une unité de conception qui s'applique à l’ensemble 
de la structure de conception. Un aspect de niveau programmation ou  code est une 
unité de programme qui, là encore, concerne la structure de la plupart, voire de tous 
les autres modules du programme. » [Kic99]  
D’après [Lie02], cette définition est générale et n’est pas trop liée à 
l’orientation objets.  
Autre définition encore : 
- Un aspect est une unité qui est définie en terme de l’information incomplète 
des autres unités. [Lie96]  
Exemples  d'aspects : 
- Synchronisation des accès à des objets concurrents. 
- Tolérance aux défaillances des serveurs  
- Contraintes temporelles (délai de garde pour exécuter une requête, etc.) 
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Quelques aspects sont très fréquents et généraux et ne concernent pas un 
domaine particulier. Exemple : la tolérance aux fautes, les contraintes de 
performances. 
Plusieurs problèmes reliés à la performance constituent des aspects, car les 
optimisations de performance exploitent souvent les informations sur le contexte 
d’exécution qui recouvrent et concernent tous les composants. [KLM97]  
Les aspects peuvent être réutilisés, et aussi être des connecteurs pour les autres 
composants. [EFB01]  
I.2.3 Quelques aspects génériques: 
Il existe de nombreux aspects possibles. À  titre d'exemple, nous présentons 
quelques uns des plus utilisés et analysés aujourd'hui. 
- Performance : L'analyse, la mesure, la supervision et le contrôle des 
performances d'un système constituent un aspect souvent mis en avant, en particulier 
dans les applications interactives. Le temps de réponse à une requête d'un client est un 
paramètre important d'un système de type client-serveur. Un aspect pourra être mis en 
œuvre pour définir le temps de réponse maximal acceptable et les mesures à prendre 
si cette borne est dépassée (activation d'un nouveau serveur, redirection de la requête 
vers un serveur moins chargé, etc) 
- Équilibrage de charge : Lorsqu'un système est parallèle et/ou réparti, les 
traitements qui s'exécutent doivent être supervisés de façon à assurer une allocation 
optimales des ressources entre ces activités. Cette supervision fait appel à des 
techniques de répartition de charge et constitue un aspect assez générique à toute 
application de ce type (calcul numérique parallèle en particulier). 
- Tolérance aux fautes : Pour les systèmes critiques, la tolérance aux fautes 
constitue une propriété de base [Cza98]. Il s'agit d'analyser les défaillances possibles 
du système, de prévoir leur impact sur le fonctionnement du système et de proposer 
des traitements permettant de corriger, dans la mesure, du possible ces défaillances. 
La plupart du temps, à la suite d'une défaillance, le système entre dans un état de 
reprise et/ou au minimum dans un état de repli assurant des fonctions de base (mode 
dégradé). La spécification des défaillances et leur traitement constituent donc à 
nouveau un aspect  tout à fait important pour de telles applications. 
- Synchronisation et Concurrence : Dans un système parallèle, les activités 
peuvent entrer en concurrence pour l'accès à des ressources partagées, par exemple, 
des fichiers ou des enregistrements dans une base de données. Il est alors important de 
contrôler les règles d'accès à de telles ressources partagées de façon à assurer la 
cohérence des résultats, des réponses du système. À titre d'exemple, la cohérence des 
accès à un fichier partagé nécessite d'assurer l'exclusion mutuelle entre les lecteurs 
(qui exécutent l'opération « lire ») et les rédacteurs (qui peuvent lire et écrire le 
fichier). De même, un seul rédacteur au plus doit accéder au fichier (exclusion 
mutuelle entre rédacteurs). De telles règles constituent un aspect qui peut être décrit 
sous forme d'invariants. La génération du code de synchronisation correspondant 
pourra alors être tissée avec les opérations purement fonctionnelles des opérations 
« lire » et « écrire ». 
- Sécurité : Un applicatif peut nécessiter différents degrés de contrôle d’accès 
selon le contexte dans lequel il est utilisé. 
L’ajout d’une procédure d’authentification de l’utilisateur constitue une 
modification, une adaptation qui peut être traitée comme un aspect. 
De même, côté ressource, l’environnement d’exécution d’un applicatif peut 
être soumis à des contraintes de sécurité par le contrôle des ressources qui peuvent 
être accédées. 
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La mise en oeuvre de ces contrôles peut être traitée à nouveau sous la forme 
d’un aspect. 
Bien d'autres aspects peuvent être envisagés, liés à des domaines applicatifs 
par exemple les aspects « temps réel » d'une application, ou à des problèmes de base 
d'allocation de ressources, par exemple, la gestion mémoire. 
A titre d’exemple, les composants EJB de la plate-forme J2EE traitent au 
moins quatre aspects : persistance, transactions, sécurité, et concurrence. [Lie02]  
I.2.4 Définition de la programmation par aspects : 
La notion d'aspects et leur utilisation conduit à une nouvelle technique de 
programmation, appelée programmation par aspects, qui permet d’exprimer 
clairement les programmes tenant compte de tels ou tels aspects, tout en assurant la 
modularité,  la composition et la réutilisabilité du code utilisant ce type de 
programmation. 
Cette technique a pour but de permettre aux programmeurs de séparer 
clairement les composants et les aspects, en fournissant des mécanismes qui 
permettent de les abstraire et de les tisser ou de les composer pour produire  un 
système final cohérent. 
La programmation classique ne permet elle que de séparer, abstraire et 
composer des composants. [KLM97]  
L’AOP (Aspect Oriented Programming) a pour but, non seulement, de fournir 
une façon d’exprimer les aspects, propriétés transversales aux systèmes, mais aussi 
d’assurer que ces mécanismes sont conceptuellement corrects et  implantables de 
façon efficace. 
I.2.5 Avantages de la programmation par aspects: 
L’implantation finale d'un système en utilisant les aspects devrait permettre 
d'obtenir un code à la fois compréhensible et efficace. 
* Compréhensible : 
Pour le programmeur, il est possible : 
- de comprendre les composants et de les composer 
- de comprendre les aspects et de les composer 
- de comprendre l’effet des aspects sur le code global résultat. 
* Efficace : 
Si l’AOP n’est pas utilisé, le système peut être difficile à contrôler en utilisant 
des directives d’optimisation lors de la compilation, et en demandant un grand nombre 
d’instructions à réaliser.  
En outre, un système réel n'utilisant pas les aspects doit contrôler des aspects 
tels que le partage des résultats intermédiaires, la surveillance de l’allocation mémoire 
lors de l'exécution (contrôle du respect d'une limite donnée par exemple), etc. 
Le tisseur, au lieu du programmeur, prend en charge la génération et le 
contrôle des détails du code final. Le programmeur n’a pas à se charger des détails 
d’implantation, à gérer directement une version complexe de l'implémentation. Il peut 
se concentrer sur l'expression des stratégies d’implantation à un niveau d’abstraction 
approprié, via un langage d’aspects adapté. [KLM97]  
De plus, l’AOP fournit des mécanismes d’invocation implicite pour modifier 
le comportement du code sans que l’auteur soit conscient des aspects supplémentaires 
(additionnels). C’est important dans la mesure où les développeurs ne peuvent pas 
toujours anticiper les demandes auxquelles leurs programmes devront faire face dans 
le futur.  
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En résumé, la programmation par aspects a pour but non seulement de fournir 
une façon d’exprimer les aspects transversaux des systèmes, mais aussi d’assurer que 
ces mécanismes sont conceptuellement corrects et leurs implantations sont efficaces. 
[EFB01]  
I.2.6 Mises en oeuvre et outils de programmation par aspects : 
La programmation par aspects nécessite un certain nombre d'outils et la 
définition d'un ensemble de langages et techniques (de compilation). Nous mettons en 
évidence les plus essentiels [Süd01]. 
I.2.6.1  Définition de langages à aspects : 
La mise en oeuvre de la programmation par aspects nécessite la définition d'un 
langage permettant leur description. En fait, on peut distinguer : 
a. D'une part, un langage de « points de jointure » (join point): ce langage 
permet de spécifier où pourront être insérées les modifications du programme de base 
(aux appels de méthodes, lors des accès aux variables, …) 
b. D'autre part, un langage d’actions : ce langage permettra de décrire les 
modifications elles-mêmes (ajout des appels de méthodes avant/après tous les appels 
d’une méthode particulière, à chaque fois que la valeur d’une variable change, …). 
I.2.6.2 Mécanisme de tissage et logiciel « tisseur » :  
Une fois les aspects décrits, un logiciel de tissage devra générer le code 
associé aux aspects décrits et le tisser, le mixer avec le code de base. Ce tissage 
soulève des problèmes de compilation et/ou interprétation qui relèvent de techniques 
bien connues : transformer un programme source en programme binaire, interpréter 
des aspects à l’aide d’un système réflexif. 
Il est de plus nécessaire de faire appel à des techniques plus spécifiques pour 
définir des points de jointure grâce à la « reconnaissance de motifs »  (pattern 
matching). 
Dans le code de base,  les blocs de code entrelacés (tissés) peuvent concerner : 
- La trace des connexions (logging), le traçage des appels de méthodes 
- La gestion de situations exceptionnelles (erreurs) 
- La synchronisation de tâches concurrentes 
- La composition de programme [EFB01]  
Il existe maintenant un ensemble d’outils permettant la programmation par 
aspects : AspectJ associé au langage Java [The03], HyperJ [IBM04], etc. 
Le tableau suivant compare la démarche de programmation classique avec la 
démarche fondée sur les aspects : 
 
 Approche classique Approche par aspects 
Niveau 
langage 
un langage de programmation 
impératif, à objet, ... 
- un langage de composants 
- un ou plusieurs langages 
d’aspects 
Niveau outil un compilateur (ou 
interprêteur) de ce langage 
    un tisseur d’aspect (aspect weaver)  
Résultat un programme source - un programme de composants 
- un ou des programmes 
d’aspects 
Tableau 1. Comparaison entre la démarche de programmation classique et la 
démarche fondée sur les aspects. 
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Les langages  et les tisseurs d’aspects peuvent être conçus de telle façon que le 
tissage soit différé jusqu’à l'exécution (runtime weaving) ou réalisé lors de la 
compilation (compile time weaving). 
I.2.7 Programmation par aspects et adaptation : 
- Utilisant l’approche « Architecture orientée Modèle » (MDA : Model Driven 
Architecture), il est possible de construire un méta-modèle comportemental pour 
composer des aspects issus de la programmation par aspects, dans différentes plates-
formes à composants. [NB03] 
- L'approche par aspects permet de résoudre les problèmes d’incompatibilité 
des composants sur étagères grâce à un mécanisme d’adaptation particulièrement 
expressif, avant leur intégration dans les plates-formes à composants pour construire 
une nouvelle application. AspectJ permet à tout aspect d’être séparément décrit du 
composant. Cela facilite l’indépendance de l’évolution du composant des autres 
composants. Si les interfaces évoluent, il faut une mise à jour des aspects ou une 
modification de l’intégration des composants. [QL03]  
- Il y a une similarité entre les aspects et le mécanisme de superimpositions. 
[KG99]  
I.3 Intergiciel (middleware): 
Les objets répartis sont utiles parce qu’ils permettent de répartir une 
application à travers le réseau. Cependant, quand l’application grandit, on peut avoir 
besoin des services d’intergiciel comme les transactions et la sécurité. 
Il y a deux types d’intergiciel : intergiciel explicite et intergiciel implicite. 
I.3.1 Intergiciel explicite : 
Dans la programmation traditionnelle des objets répartis (comme CORBA), un 
intergiciel peut être explicite si l’on doit écrire le code pour appeler l’interface API de 
cet intergiciel. (p.66, [RAJ02]) 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
API
Service de 
sécurité 
API
Service de 
transaction 
Contrôle de 
base de données
API
Client 
Talon 
Interface 
 à distance 
Interface  
à distance
Squelette 
Réseau 
Figure 1. 
Intergiciel 
explicite  
Objet réparti 
23 Thèse « Adaptation des composants centrée sur l’utilisation»                                    
     
I.3.2 Intergiciel implicite : 
La différence typique entre les deux types d‘intergiciel est que l’on peut 
accéder à un intergiciel complexe  sans avoir à écrire le code d’accès aux APIs 
d‘intergiciel. Le processus se déroule de la façon suivant : 
1. Ecrire l’objet réparti qui contient seulement la logique métier. 
2. Déclarer les services d‘intergiciel nécessaires (transactions, persistance, 
sécurité, etc) dans un fichier descripteur séparé. 
3. Exécuter un outil fourni par le vendeur de l’intergiciel. Cet outil prend le 
fichier descripteur en entrée, et génère un objet appelé «l’intercepteur de 
requêtes ». 
4. L’intercepteur de requête intercepte les requêtes du client, réalise les 
services d‘intergiciel déclarés et délègue l’appel à l’objet réparti. (p.67,  
[RAJ02]) 
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Les moniteurs des processus de transaction comme TUXEDO ou CICS, ou les 
technologies traditionnelles se basant sur les objets répartis comme CORBA, DCOM, 
RMI sont classifiés comme les intergciels explicites. Tandis que les technologies se 
basant sur les composants (EJB, CCM, .NET) sont considérées comme les intergiciels 
implicites. 
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Conclusion : 
Les briques de base pour la construction d’applications sont prêts : les 
composants, la programmation par aspects et les intergiciels. Nous avons donné une 
vue générale sur ces notions nécessaires. 
Il nous faut maintenant aborder la notion d’architecture logicielle pour pouvoir 
concevoir les applications. Elle sera présentée dans le chapitre suivant. 
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Chapitre II  
 
NOTION D’ARCHITECTURE LOGICIELLE  
 
Le logiciel et les techniques de développement de programmes ont dû faire 
face à des applications de plus en plus complexes. Pour maîtriser cette complexité, la 
notion d’architecture logicielle est apparue. Nous donnons un aperçu des avancées et 
projets dans ce domaine.  
II.1 Architecture logicielle :  
Deux concepts de base ont été utilisés pour structurer les programmes : d'une 
part, pour les traitements, la notion de procédure a permis d'abstraire un calcul de 
complexité quelconque et d'autre part, pour les données, la notion de classe et de types 
abstraits de données a permis le développement de bibliothèques d'abstractions de 
données génériques (pile, liste, arbre, collection, etc) réutilisables dans la plupart des 
applications. [NIS02b]  
La notion de module a ensuite été proposée pour assurer une distinction stricte 
entre la spécification de l'interface d'un composant de programme et son implantation. 
Le mécanisme d'abstraction proposé par le module s'appuie dans ce cas sur le principe 
du masquage d'information : un usager d'un module n'a besoin de connaître que les 
attributs et méthodes exportés par le module et peut (doit) ignorer le détail de 
l'implantation du module. 
Cette approche a donné naissance à la notion de composant logiciel ou 
matériel. Une application peut être structurée en composants interconnectés. Ainsi, 
dans le cadre de la conception descendante, il est classique de définir les connexions 
entre composants de façon à obtenir une structure hiérarchisée en couches. Les 
composants d'une couche de niveau i, utilisent seulement les composants des couches 
inférieures i-1, i-2, etc. [Pad03]  
Créer une architecture logicielle facilite une meilleure compréhension du 
système, donc, aide le processus de conception. Elle fournit aussi une base pour 
l’analyse rigoureuse de la conception système, rend possible la détection au plus tôt 
des erreurs de conception pour améliorer la qualité logicielle et aider à en assurer la 
correction. 
Une architecture logicielle décrit donc la structure et éventuellement le 
comportement d’un système logiciel et les entités non-logicielles avec lesquelles le 
système interagit. Dans une architecture logicielle, un système est représenté comme 
un ensemble de composants logiciels, leurs connexions, et leurs interactions.  
De nombreuses recherches supposent que les logiciels opèrent dans un 
environnement beaucoup plus incertain que le paradigme client-serveur. Le 
déploiement d’application utilisant la communication sans fil, les assistants 
personnels digitaux, etc. amène à un futur incluant une mobilité plus grande des 
utilisateurs, un futur où les composants logiciels peuvent ne jamais être totalement 
sûrs de la connectivité du réseau, des autres services logiciels ou de l’état du voisinage 
réseau à court terme. On a besoin des composants qui puissent découvrir leur 
environnement et se configurer automatiquement eux-mêmes dans un système plus 
large déjà déployé. En outre, si l’utilisateur réarrange les composants dans un tel 
système, le système doit automatiquement adapter sa configuration si nécessaire. 
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Malheureusement, développer les représentations architecturales est difficile, dure 
longtemps et coûte cher. [NIS02b]  
La conception des systèmes logiciels répartis nécessite de nouvelles approches 
et de nouveaux outils. Il faut pouvoir analyser, gérer, décrire et manipuler les 
architectures logicielles composées d’un grand nombre de composants hétérogènes où 
le comportement système est caractérisé par une évolution et une recomposition 
dynamique et rapide.  
II.2 Langages de description d’architecture: 
Il faut alors disposer d'un environnement et d'un langage permettant de 
satisfaire les besoins précédents. On appelle de tels langages, des langages de 
description d'architecture (ADL : Architecture Description Language). Il y a de 
nombreux projets de recherche pour le développement d'ADL. On peut citer 
notamment: 
- ACME, AESOP, UNICON, and WRIGHT (Carnegie-Mellon University) 
- GEN-VOCA(University of Texas) 
- Meta-H (Honeywell) 
- RAPIDE (Stanford University) 
- Structural Architectural Description Language (SADL) (SRI International) 
- xADL (University of California, Irvine) 
 
Cependant, un ensemble de concepts de base a été proposé pour de tels 
langages et est présent dans la plupart de ces projets.  
Les deux concepts les mieux établis sont d'une part, et naturellement, le 
concept de composant et d'autre part, le concept de connecteur. 
Un composant décrit donc un paquetage logiciel répondant à une spécification. 
Il est décrit par l'interface qu'il réalise et exporte auprès de ses usagers. 
Un connecteur décrit un protocole d'utilisation d'un composant. Il spécifie les 
propriétés des interactions entre le composant et ses usagers.  
À titre d'exemple, dans le contexte d'une application répartie, un composant 
peut communiquer avec ses usagers par le mécanisme d'appel de procédure à distance 
(RPC : Remote Procedure Call). Dans le contexte d'une application parallèle, des 
composants peuvent communiquer selon un schéma de « pipeline » (schéma 
producteur(s) / consommateur(s)). Le connecteur correspondra alors à un pipe 
connectant un usager (producteur) à un composant consommateur. 
Abstraitement, un connecteur est un élément architectural qui représente un 
ensemble de mécanismes d’interaction. [SG01]  
On constate donc qu'il peut exister différents modes, schémas de connexions 
entre composants et ces objets connecteurs peuvent eux-mêmes être décomposables 
en éléments plus élémentaires comme dans ACME par exemple. 
La puissance d'expression d'un langage d'architecture repose donc sur les 
possibilités de description de composants et connecteurs d'une part et, d'autre part, sur 
les règles d'assemblage entre ces entités. Notamment, certains contrôles sémantiques 
peuvent être réalisés pour vérifier la cohérence des assemblages décrits par le 
concepteur de l'architecture. 
En complément, un langage de description d’architecture devrait permettre la 
description d’une part de la structure statique du système et d’autre part de son 
comportement dynamique. Si les concepts de base pour la description statique en 
composants sont aujourd’hui stables, il n’en est pas de même en ce qui concerne la 
description dynamique. 
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La cohérence et l’interdépendance entre les deux descriptions (architecturale et 
comportementale) sont par ailleurs un autre problème délicat. 
Un langage de description d'architecture (ADL) est utilisé pour modéliser, 
analyser, gérer et décrire une architecture logicielle. Un ADL peut être un langage 
descriptif formel ou semi-formel, un langage graphique, ou peut inclure les deux. 
L'avantage d'utiliser un ADL est lié à sa capacité de spécifier rigoureusement une 
architecture afin de pouvoir l’analyser. Un ADL peut regrouper un ensemble d'outils 
pour fournir un moyen de modéliser et analyser des architectures spécifiées dans le 
langage, tester leur comportement, et pour comparer différentes approches de 
conception de tels systèmes [Pad03], [NIS02a], [NIS02b] . Par exemple, ACME a en 
même temps un langage textuel,  un outil  graphique  (ACME Studio), ainsi qu’une 
boîte à outils (AcmeLib). 
Un problème important pour la conception et la spécification des architectures 
logicielles est de combiner les capacités d’analyse de plusieurs  ADLs et leurs outils 
de support, bien que ces ADLs explorent différents points de vue sur la structure et les 
sémantiques architecturales. L’équipe du projet ABLE à l’Université de Carnegie-
Mellon a essayé d’utiliser ACME (avec ses outils de support) comme un langage de 
base commun pour une intégration dans Wright, AESOP et Rapide [GW99] . 
Nous allons présenter les principaux projets de recherches sur les ADLs. 
II.3 Projet Wright  (Université de Carnegie-Mellon): 
Le projet Wright tente de proposer une base formelle pour la description 
architecturale. Le langage s’inspire du langage parallèle CSP (Communicating 
Sequential Processes) [Jav97]. Wright peut être utilisé pour fournir une description 
précise de l'architecture d’un système ou d’une famille de systèmes. 
Wright sert aussi de plateforme d’expérimentation pour rechercher les 
abstractions les plus adéquates pour décrire une architecture. Il propose 5 concepts 
élémentaires sur lesquels repose le langage : composants, connecteurs, ports 
(interfaces de composant) , rôles (interfaces de connecteur), et configurations 
(description système) ([All97] , [AG97] )  
Le projet Wright met l'accent sur: 
- le concept de types de connecteur explicites, indépendants, 
- l'utilisation de la vérification automatisée des propriétés architecturales, 
- la formalisation des styles architecturaux en utilisant des prédicats à travers 
des instances de système, et un ensemble de tests normalisés sur : 
+ la consistance entre port-composant : tester si un protocole associé à 
un port est une projection valide du comportement interne du composant 
+ la compatibilité entre port-rôle : tester si un comportement de port 
satisfait les demandes imposées par un connecteur auquel il est attaché. 
+ la capacité d’éviter l’interblocage: tester si un connecteur représente 
une interaction qui ne peut pas être bloquée. 
+ la complétude des connexions : tester s’il n’y a aucun port ou rôle non-
connecté. [GW99]  
Une version préliminaire de boîte à outils Wright offre l’analyse syntaxique 
d’une description Wright, la traduction de Wright en d’autres formalismes comme 
CSP ou ACME. ([All97], [ABL01] ) 
 
II.4 Projet AESOP (Software Architecture Design Environment Generator) 
Le projet ASEOP développé à l’Université de Carnegie-Mellon comprend les 
éléments suivants : 
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- Une boîte à outils (toolkit) pour construire les environnements de conception 
d'architectures logicielles spécifiques à un domaine. 
- Un framework ouvert des outils d'intégration qui supporte la coopération 
entre AESOP et d’autres outils. 
- Un référentiel pour stocker, récupérer et réutiliser les éléments de conception 
architecturale. 
- Une base de données orientée objets pour stocker et manipuler les 
conceptions architecturales. 
- Une interface utilisatrice graphique personnalisable.  
 
Une description de style architectural se compose d’un vocabulaire des 
éléments de conception (composants, connecteurs, et patrons (patterns)) avec les 
sémantiques associées, des règles globales de conception (comment les éléments 
peuvent être combinés convenablement), des possibilités de visualisation par 
commande. [ABL]
À partir de ces descriptions, ASEOP crée un environnement spécialisé de 
conception d'architecture logicielle selon le style choisi. 
Les points fort du projet sont d’une part les possibilités offertes d’édition 
graphique  et d’autre part la notion de style qui permet une conception architecturale 
spécifique à un  domaine. [GAO94]  
II.5 Projet RAPIDE (Stanford University) : 
Créé par l’Université de Standford, le projet Rapide est spécialisé dans la 
description des systèmes réactifs temps-réel. Son environnement comprend: 
- Un langage de types 
- Un langage de définition, de simulation des architectures exécutables 
- Un langage de spécification 
- Un langage de programmation réactif, concurrent. 
Il intègre donc à la fois description statique et dynamique. 
Rapide fournit aussi un support pour la simulation, des capacités d’analyse et 
d’animation, d’exécution avec l’outil « Raptor ».  
Rapide décrit une architecture comme une composition de composants. En 
effet, Rapide propose un modèle d’exécution basé sur les événements, « time POSET 
model » (POSET: Partially Ordered Set of Events) qui fournit les bases formelles très 
détaillées pour construire des outils d’analyse, de vérification et de mesure de 
performance des systèmes répartis réactifs temps réel. Chaque composant a un 
ensemble d’interfaces qui caractérisent les événements pouvant lui parvenir. Le 
comportement du composant est décrit en terme des  événements de sortie produits en 
réponse aux événements d’entrée. Pour la connexion, les connecteurs indiquent 
comment les événements de sortie d’une interface apparaissent comme les 
événements d’entrée dans une autre interface. [PAV97a], [PAV97b] 
II.6 Projet xADL (University of California, Irvine): 
Le projet xADL est un langage de description d'architecture logicielle 
développé par l'Institute for Software Research à l’Université de Californie, Irvine, 
pour modéliser les architectures des systèmes logiciels.  
xADL est défini comme un ensemble de schémas XML. Cela donne à xADL 
une extensibilité et une flexibilité, et permet l’utilisation de nombreux outils XML 
commerciaux disponibles. 
Les schémas actuels contiennent les supports de modélisation pour: 
- les éléments d'exploitation et de conception d'un système 
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- le support pour définir des types architecturaux 
- les concepts de gestion de configuration, tels que versions, options, et  
variantes ([Ins02], [Das03] ) 
II.7 Projet ACME (Carnegie-Mellon University): 
Commencé en 1995, ACME fournit un vocabulaire simple, générique, 
extensible pour décrire les structures architecturales sous la forme de graphes 
hiérarchiques de composants et de connecteurs. De plus, ACME a un mécanisme 
d’annotation souple permettant à chaque ADL d’encoder les informations non-
structurelles (comme types, signatures, protocoles, estimation de performance et de 
fiabilité, etc). Avec sa boîte à outils support, il peut être utilisé comme un langage 
intermédiaire commun pour l'échange de descriptions architecturales entre une variété 
d’outils de conception architecturale, et comme une base pour développer de 
nouveaux outils de conception et d'analyse architecturales sans avoir besoin de 
reconstruire l'infrastructure normalisée. 
Acme fournit un environnement simple pour représenter les architectures, avec 
un mécanisme d’annotation libre. Acme n’impose aucune interprétation sémantique 
d’une description architecturale, mais fournit seulement une structure syntaxique 
associée des descriptions sémantiques qui peuvent être interprétées par des outils. 
Acme est une notation textuelle simple, partageable par des outils [GMW97] . Bien 
qu'il ne soit pas approprié à toutes les applications, Acme fournit une base pour la 
modélisation architecturale, et permet une description relativement simple des 
architectures logicielles. 
Les outils comprennent les codes source C++ et Java de la librairie AcmeLib 
et l’environnement graphique AcmeStudio développé à Carnegie Mellon, ainsi que les 
outils développés par d’autres utilisateurs d’Acme.  
- La bibliothèque Acme Tool Developer's library (AcmeLib) est une 
bibliothèque de classes réutilisables représentant et manipulant les conceptions. Les 
deux versions Java et C++ sont actuellement disponibles. 
- L’environnement de conception AcmeStudio: c’est un éditeur graphique et 
éditeur de conception pour Acme. 
- Le générateur de documentation HTML Acme-Web: Le générateur lit une 
description Acme et engendre des pages HTML qui représentent visuellement la 
description Acme.  [ABL98] 
ACME est utilisé dans plusieurs projets : 
- Projet Dependable Systems Architectures, à SDL (System Design 
Laboratory), équipe Dynamic Dependability Gauges (DASADA) pour générer Acme 
Map Generator (AMG), car ACME est une norme de DASADA et on veut avoir une 
projection (map) qui fournit un moyen de décrire la relation entre deux descriptions 
différentes d’une seule architecture, de générer  de manière transformationnelle les 
abstractions des descriptions architecturales et projeter les descriptions en des 
abstractions. 
- Projet ABLE, Université de Carnegie-Mellon pour fournir une 
interopérabilité entre les ADLs Wright, Rapide, AESOP [GW99] . 
Voici un exemple d’utilisation d’ACME  (exemple bancaire) : 
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Avec Acme Studio : 
 
 
client_usager serveur_conversion
resolve_1
disponible_2
combien_3  
 
 
Figure 3. Exemple d’utilisation d’ACME  (exemple bancaire)  
 
Cette figure représente un système de type client-serveur produit par 
l’environnement graphique Acme Studio. Les composants sont représentés par des 
ovales (ex : le serveur service de conversion), les connecteurs par des ronds, les ports 
par les carrés et les rôles par les triangles. Le numéro attaché à chaque nom de 
connecteur représente l’ordre d’exécution du connecteur correspondant. 
II.8 Le projet UniCon (Universal Connector Support) de Mary Shaw: 
II.8.1 Buts à atteindre : 
Le projet UniCon insiste sur le fait que les propriétés du système logiciel 
dépendent largement de la nature des interactions entre les composants. Les 
concepteurs de logiciel possèdent des schémas informels sur ces interactions, mais de 
telles abstractions ne sont pas très bien prises en compte par les langages et les outils 
existants. UniCon veut fournir une riche collection d’abstractions en terme de 
connecteurs jouant le rôle de médiateur entre les composants. [SDZ96]  
Concrètement, il est conçu avec les objectifs suivants : 
- Permettre la description de l’architecture d’un système et fournir un 
prototype. 
- Fournir un large spectre de mécanismes de connexions réutilisables.  
- Aider les concepteurs de logiciel à choisir  parmi les différents types de 
composants et connecteurs et vérifier la validité des configurations proposées. 
- Supporter les deux notations textuelles et graphiques avec passage 
automatique entre les représentations. 
- Supporter les outils d'analyse et les notations de spécification développés par 
d'autres environnements.   
- Accepter les composants existants écrits en langages de programmation 
classiques. 
- Garder un surcoût d’exécution minimal. Idéalement, tous les éléments 
UniCon spécifiques disparaissent au moment où le système décrit est initialisé. 
[SDK95]  
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Comme ACME, UniCon est basé sur deux concepts: les composants et les  
connecteurs. Mais, point très important, leurs structures sont symétriques. Les 
connecteurs peuvent être complexes, c’est-à-dire structurés en terme d’identités plus 
élémentaires. 
II.8.2  Composant : 
Un composant possède une interface et une implémentation. L’interface 
spécifie les capacités que le composant exporte, les contraintes d’utilisation sur le 
composant, et les informations demandées spécifiquement par un type de composant. 
L'interface doit comprendre: 
  + le type du composant: L’interface exprime l'intention du concepteur sur sa 
fonctionnalité.  
  + les assertions et les contraintes appliquées au composant. 
  + les joueurs (players): définis par le composant, dont chacun se compose 
d'un nom, d'un type et d’attributs optionnels, comme signature, spécifications 
fonctionnelles, contraintes d'utilisation, ou les informations demandées 
spécifiquement par un type de composant.  
L’interface du composant doit être compatible avec son implémentation 
(primitive ou complexe).  
Les interactions sont décrites par les rôles associés aux connecteurs. Les 
spécifications détaillées des joueurs apparaissent sous la forme de listes de propriétés, 
qui sont des listes  de couples (attribut, valeur). 
Les attributs dans une liste de propriétés complètent les spécifications d'un 
composant. Chaque attribut est applicable à un ou plusieurs  types de composants et 
peut être obligatoire ou optionnel; si plusieurs valeurs sont spécifiées pour l'attribut, 
par exemple, dans plusieurs listes de propriétés, on doit préciser quelle(s) valeur(s) 
choisir: 
  + utiliser la plus récente (replace) 
  + construire une liste de toutes les valeurs (merge) 
  + refuser les définitions multiples (error) 
II.8.2.1  Implémentation des composants primitifs: 
Les composants primitifs sont implémentés dans un langage de 
programmation et stockées dans des fichiers. Ils sont disponibles et réutilisables en 
fournissant une description appropriée sous la forme d’un encapsulateur (wrapper). Le 
code peut être mémorisé sous forme source, binaire rééditable ou exécutable; d'autres 
représentations seront ajoutées si demandées. 
UniCon permet des  représentations multiples d’un même composant. Quand 
un composant primitif est instancié, l'attribut Variant peut être utilisé  pour choisir la 
représentation voulue.  
II.8.2.2 Implémentation des composants complexes: 
Les composants complexes permettent de définir progressivement des sous-
systèmes à partir des composants de différents types: 
- Les briques élémentaires (parts) constituent les instances des composants et 
des connecteurs à partir desquels le composant complexe est construit. Chaque 
instance peut fournir une liste de propriétés qui contraindront ultérieurement les 
attributs de l'élément (composant ou connecteur). La règle de fusion (merge rule) 
d'attributs détermine l'interprétation quand des valeurs multiples sont fournies pour un 
attribut. 
- La configuration : spécifie, décrit comment  les instances de connecteurs 
relient les composants, c’est-à-dire les liaisons (bind) entre un utilisateur externe d'un 
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composant ou une connexion (connect) à un rôle d'un connecteur. La configuration de 
l'implémentation complexe est définie en connectant explicitement les utilisateurs et 
les rôles.  
- L'abstraction : décrit comment les utilisateurs de l'interface seront associés 
aux utilisateurs de l'implémentation.  
II.8.2.3 Connecteurs: 
Les connecteurs décrivent les interactions entre les composants. Ils définissent 
les règles qui gouvernent l'interaction des composants et spécifient les mécanismes 
auxiliaires requis d'implémentation. Les connecteurs ne correspondent pas aux unités 
de compilation. Ils peuvent prendre différentes formes: variables partagées, appels de 
procédure à distance, flux de données, normes pour échanger des documents, 
protocoles standardisés de communication, etc. 
Un connecteur se compose d’un protocole et une implémentation. Le protocole 
spécifie la classe des interactions que le connecteur fournit et doit comprendre le type 
du connecteur, des assertions, et des rôles. Les rôles sont les unités sémantiques 
visibles à travers lesquelles le connecteur fournit un type d'interaction entre les 
composants. Ils sont utilisés pour identifier les utilisateurs qui doivent coopérer. Ils 
identifient les types d'interactions qu'un connecteur peut établir, les types de 
composants avec lesquels ils coopèrent et les types d’utilisateurs qu'ils peuvent 
contrôler. 
Les connecteurs définissent aussi  des structures  de données, les routines 
d'initialisation, etc.  
II.8.2.4 Notation graphique: 
En pratique, les concepteurs utilisent des diagrammes pour décrire les 
architectures système. Une notation graphique est essentielle.  
Chaque composant complexe correspond à une fenêtre où les éléments, la 
configuration, et l'abstraction d'un composant complexe peuvent être exprimées. 
Chaque élément a une définition détaillée associée qui peut être ouverte et manipulée 
pendant la conception. 
Les différents types de composants, utilisateurs et connecteurs sont distingués 
par des icônes. L'éditeur graphique invoque l’analyseur de la forme textuelle du 
composant pour vérifier le plus tôt possible les erreurs pendant que le diagramme est 
développé. 
Le concepteur doit compléter le code pour obtenir une implantation complète. 
L'outil génère une représentation textuelle correcte et complète. 
II.8.2.5 Notation textuelle: 
UniCon supporte une forme textuelle conventionnelle. Cette notation est inter-
opérable avec la notation graphique  (Dans la conversion initiale du texte en 
graphique, les attributs de position sur l'écran seront perdues, donc un positionnement 
manuel sera demandé). 
II.8.2.6 Implémentation: 
L'implémentation se compose d’un compilateur, d’une interface utilisateur 
graphique, d’un générateur d'encapsulateur (wrapper-generator) semi-automatique, et 
d’une interface pour l'outil d'analyse. 
Une nouvelle implémentation d'UniCon contrôle les connecteurs, en 
particulier les connecteurs de haut niveau. La définition de nouveaux types de 
connecteurs par l’utilisateur n’est pas encore possible. 
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II.8.2.7 Expérience et analyse des auteurs: 
La nouveauté d'UniCon est la variété des connecteurs de haut niveau qu'il 
définit et les configurations système qu'il peut décrire. Le travail essentiel du 
développement n'était pas la création du logiciel lui-même, mais plutôt de comprendre 
les besoin utilisateurs. En ré-examinant les mécanismes standard (ex: linkers, pipes) 
pour les utiliser de manière plus générale : 
- Pour les pipes, les fichiers et les filtres: Il s’agit de permettre des 
configurations arbitraires. Outre le problème de l'ordre de lancement, il y a aussi le 
problème de l'ordre correct de la construction: Certains processus Unix n'ont pas les 
ports jusqu'à ce qu'ils soient initialisés au moment de l'exécution. UniCon doit lancer 
le code pour créer la connexion des pipes au moment de l'initialisation des processus. 
- Les appels de procédures et les connecteurs pipes ne peuvent être 
optionnellement fusionnés. Les appels de procédures résident dans une espace unique 
d'adresses, tandis que les connecteurs de pipes ont seulement une signification dans 
un processus (une espace de noms). Par conséquent, une implémentation peut utiliser 
soit l'appel de procédure, soit les connexions par pipes. Actuellement, le concepteur 
est responsable de déterminer où sont les frontières des processus. La structure de 
type du composant aide le concepteur à identifier ces frontières. 
UniCon est assez simple et assez "ouvert" pour supporter l'addition de 
nouveaux types de composants, connecteurs, utilisateurs et rôles. Il permet de  
produire une classification formelle de types de composants et de connecteurs et de 
profiter des avantages des mécanismes existants. 
II.8.2.8 Performance: 
Il y a 2 facteurs de coût d'utilisation: 
- le coût de supervision imposé sur les systèmes que UniCon produit 
- le lancement (setup) du système 
UniCon n'implique pas de surcoût de supervision après l'initialisation. Certains 
connecteurs demandent des routines d'initialisation. Pour d'autres, le  code  exécutable 
(running code) est le même que celui produit sans UniCon. 
- Pour les appels de procédure et les données partagées, les exécutables 
produits par UniCon sont de même taille que ceux qui sont produits par un 
constructeur système (system builder) compilant et éditant manuellement les fichiers 
source. 
- Les systèmes de pipes et de filtres demandent un processus d'initialisation 
pour établir la topologie et pour lancer (setup) les pipes. Après que ce processus est 
fini, il n'y a  pas d’autres opérations supplémentaires. 
II.8.2.9 Conclusion: 
L’atelier UniCon facilite le déploiement d’une application répartie. 
Il a pour objectif de: 
- Fournir les abstractions que les concepteurs logiciels utilisent pour concevoir 
les architectures des systèmes logiciels.  
- Développer la notation et les outils pour implémenter les nouveaux modèles: 
+ en démontrant leur complétude  
+ en justifiant leur adaptation pour les activités actuellement non supportés 
que les concepteurs ont l'intention de réaliser. 
Son orientation est de:  
+ Permettre de choisir les paradigmes adaptés aux caractéristiques désiréess 
du système 
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+ Permettre de développer des frameworks spécifiques à une application et 
des architectures de références 
+ Permettre l’analyse formelle, la réutilisation de logiciel pour exploiter les 
propriétés compositionnelles du système. 
+ Supporter un haut niveau de paramétrage tel que les grands systèmes 
puissent être plus faciles à concevoir, à comprendre, à maintenir. 
+ Permettre la réutilisation de code ancien, en permettant de capter 
l'information sur une architecture partielle à partir des systèmes existants. 
Jusqu'à maintenant, la conception compositionnelle est basée sur des choix 
aléatoires, l’expérience informelle et les compétences locales. Ce travail est un pas 
pour rendre cette technologie précise, sémantiquement fondée, et disponible aux 
ingénieurs. 
II.8.2.10 Points forts: 
- UniCon met l'accent sur deux constituants du modèle: composant et 
connecteur. Il prend en charge les connecteurs, tandis que d'autres modèles font plus 
attention aux composants (CORBA, DCOM). Au lieu de communiquer à travers leurs 
interfaces, les composants ici utilisent aussi les règles imposées par les attributs 
associés aux types de connecteurs correspondants. 
- Pour cela, il prend en compte plusieurs aspects: 
+ abstraction (relation interne): individu  <--> composé 
+ relation externe: composant <--> connecteur, joueur  <--> rôle 
+ n-couches: compilateur, interface, générateur d'encapsulateur 
+ formes de représentation: texte, graphique 
+ possibilités de choisir une valeur  
II.8.2.11 Points faibles: 
- Le mécanisme universel de sécurité n'est pas totalement réalisé. 
Actuellement, il utilise un seul langage  (langage C) comme langage de base 
(underlying language). Les auteurs n'ont pas encore l'intention de l'élargir à d’autres 
plates-formes pour qu'il devienne un ensemble d’outils plus portables. 
- Tout n'est pas encore totalement réalisé: 
+ Les définitions d'architecture ne peuvent être composées pour définir un 
système plus large dans  tous les cas (ex: pipes). 
+ Le choix des connecteurs disponibles dans l'environnement se limite aux 
connecteurs primitifs, pas encore de connecteurs composés. 
+ L’utilisation de composants écrits par les langages de programmation 
différents n’est pas simple, car on utilise C comme langage unique. 
 
II.8.2.12 Exemple avec UniCon : 
Dans l’exemple suivant, des composants répartis (serveur central, institution, 
serveur de nommage) sont interconnectés par appel de procédure à distance (RPC). 
L’architecture globale (Conversion) peut être décrite graphiquement ou sous forme 
textuelle.
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En graphique : 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Client Serveur central
Service de 
nommage  
Institution
4. Combien( )
1. rebind
2. resolve
Figure 4. Exemple bancaire avec notation graphique d’UniCon  
3. Disponibles( )
 
En texte : 
 
component Conversion 
 interface is 
  type General 
 end interface 
 
 implementation is 
  uses   clientDuChange interface client_intf 
   … 
   end clientDuChange  
 
  uses   serveurCentral interface serveur_intf 
   … 
   end serveurCentral  
 
  uses   serviceNommage interface serveur_CORBA_intf 
   … 
   end serviceNommage 
 
  uses   instituition interface instituition _intf 
   PRIORITY ( 1) 
   RPCTYPEDEF (1)  
  end instituition  
36 Thèse « Adaptation des composants centrée sur l’utilisation»                                    
     
 
 
  establish RPC with 
   serveurCentral.rebind as caller 
   serviceNommage.rebind as definer 
   end RPC 
 
  establish RPC with 
   clientDuChange .resolve as caller 
   serviceNommage.resolve as definer 
   end RPC 
 
  establish RPC with 
   clientDuChange.Disponibles as caller 
   serveurCentral.Disponibles as definer 
   end RPC 
 
  establish RPC with 
   clientDuChange.Combien as caller 
   instituition.Combien as definer 
   end RPC 
 
 end implementation 
end Conversion 
 
connector RPC 
 protocol is 
  type RemoteProcCall 
  role appele is definer 
  role appelant is caller 
 end protocol 
 
implementation is 
  builtin 
 end implementation 
end RPC 
 
II.10 Conclusion : 
A travers ces nombreux projets, un certains nombres de points communs sont 
apparus : concepts de base similaires (composant, connecteur par exemple), 
environnement intégrant un éditeur graphique, définition d’un langage de description. 
Si la description statique architecturale d’un système est donc bien possible et 
relativement standardisée, la description de la dynamique de l’architecture logicielle 
reste un point faible des ADL’s. 
Leur utilisation effective et industrielle passe sans doute par des progrès 
significatifs sur cet aspect incluant, en particulier, la possibilité de prouver ou/ et 
tester de façon automatique des propriétés comportementales d’un système. 
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Chapitre III  
 
ADAPTATION DE COMPOSANT  
 
Jusqu’à maintenant, il existe encore les applications qui doivent être 
reconstruites totalement ou partiellement selon le changement de leur contexte 
d’utilisation. Il est vraiment difficile de prévoir toutes les situations possibles dans la 
phase de conception. La tâche du concepteur et du développeur de l’application 
devient très pénible. Le concepteur doit avoir de très bonnes connaissances dans tous 
les domaines, non seulement en informatique, mais aussi dans les domaines métiers. 
Le développeur doit programmer efficacement de telle sorte que les changements dans 
le système soient les moindres possibles. Tous ces efforts ont pour but  de prévenir 
des risques et surtout, pour répondre aux besoins utilisateurs.  
Heureusement, une nouvelle technologie se développe : ce sont les 
composants logiciels qui s’adaptent aux besoins utilisateurs. Cela rend le système 
beaucoup plus efficace et réutilisable et diminue notamment la tâche du concepteur et 
du développeur de l’application. 
Cependant, pour atteindre cet objectif, il est nécessaire de définir des principes 
et des techniques dédiés à l’adaptation des composants. Nous allons présenter 
quelques-uns de ces principes : règles de transparence, de compositionnalité et 
d’interopérabilité qui sont assurées par les types d’adaptation présentés dans la partie 
suivante. On peut citer: le changement de l’interface de composant, la composition de 
composants, la supervision de composant et enfin, la composition et l’adaptation des 
connecteurs. 
Les techniques d’adaptation peuvent être classifiées selon la phase à laquelle 
elles s’appliquent: centrées sur la conception, ou sur l’utilisation.  L’emploi des 
composants au niveau architectural, par composition, par super-imposition et par 
paramétrage sont énumérées comme les techniques d’adaptation centrées sur la 
conception des composants. Tandis que l’utilisation de l’approche « copier-coller », 
l’utilisation de l’héritage et l’encapsulation sont considérées comme les techniques 
d’adaptation centrées sur l’utilisation des composants. 
L’adaptation dynamique à l’exécution et les propriétés nécessaires pour 
assurer la cohérence structurelle, la cohérence comportementale et la cohérence 
sémantique sont aussi présentées. 
Enfin, la dernière partie est destinée à la méta-modélisation des composants 
adaptables. Nous abordons tout d’abord la notion de méta-objet, puis la notion de 
méta-modélisation avant d’attaquer la notion de MOF (Meta-Object Facility) avec un 
exemple illustrant une architecture de MOF, les éléments dans une spécification de 
MOF et les évolutions futures pour la MOF. 
III.1 Principes généraux :  
L’adaptation d’un composant doit respecter un certain nombre de règles ou 
principes de base. Ces principes ont pour objectif de garantir que les propriétés du 
composant ne seront pas remises en cause. Parmi ces principes, nous retiendrons plus 
particulièrement la transparence, la compositionnalité et l’interopérabilité.  
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III.1.1 Transparence : 
- Côté client, les règles d’usage  d’un composant adapté (CA) issu d’un 
composant de base C doivent être identiques à celles du composant C. 
- Côté composant, l’adaptation doit être sans effet sur C. L’existence même de 
la version adaptée CA ne doit pas pouvoir être déduite de l’observation de C. Le 
composant C doit d’ailleurs resté utilisable comme une entité autonome. 
De telles règles impliquent pratiquement de considérer le composant de base 
comme une boîte noire. Son implantation reste cachée vis-à-vis de la technique 
d’adaptation. Ceci permet en particulier de changer de version de composant de base 
sans avoir à intervenir au niveau du composant adapté. 
III.1.2 Compositionnalité : 
Un composant adapté doit avoir les mêmes propriétés qu’un composant de 
base : il doit donc pouvoir être composable avec d’autres composants et réutilisable. 
D’un point de vue composition, on ne doit donc pas avoir à faire de différence 
entre un composant adapté et un composant de base. La communication, les 
interactions et les liaisons entre composants doivent obéir aux mêmes principes. Par 
ailleurs, cela signifie que l’adaptation doit être une technique elle-même composable : 
on doit pouvoir (ré)adapter un composant adapté. 
D’un point de vue réutilisation, l’adaptation d’un composant comporte en 
général  une partie générique qui devra donc pouvoir être réutilisée dans d’autres 
situations. 
III.1.3 Interopérabilité : 
Une technique d’adaptation doit pouvoir être applicable si possible dans 
différents environnements de composants. Il existe de nombreux intergiciels à 
composants tels que CORBA, J2EE, COM, DCOM, .NET, etc. Des techniques 
d’adaptation identiques devront être applicables dans de tels environnements et être 
donc interopérables. [Hei00]  
 
En conclusion, les principes précédents ont pour objectif de maintenir au 
maximum les propriétés de compositionnalité et réutilisabilité des composants. Nous 
allons voir à travers quelques types d’adaptation dans quelques mesures, ces principes 
seront assurés. 
III.2 Types d’adaptation de composant : 
III.2.1 Changement de l’interface de composant : 
Une situation typique nécessitant une adaptation, est celle d’un composant que 
l’on souhaiterait réutiliser bien que son interface ne fournisse pas exactement le 
service attendu. 
Il faut dans ce cas définir un composant adapté ayant une interface différente 
du composant initial. Nous envisageons quelles formes peuvent prendre ces 
modifications d’interface. 
III.2.1.1 Le renommage :  
Certaines opérations d’un composant peuvent être fonctionnellement 
adéquates pour l’usager mais nécessiter un renommage pour les rendre 
sémantiquement plus significatives dans un contexte métier particulier. La technique 
d’adaptation devra donc autoriser le renommage de certaines opérations tout en 
gardant accessibles leur désignation initiale. 
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III.2.1.2 La restriction:  
Certaines opérations peuvent être inutiles ou non autorisées dans un contexte 
d’usage donné. Une technique d’adaptation doit donc permettre de redéfinir une 
interface adaptée sous la forme d’un sous-ensemble des opérations de l’interface 
initiale du composant. 
De façon plus générale, cette technique peut permettre de définir plusieurs 
« points de vue » adaptés à plusieurs types d’usage du composant. 
III.2.1.3 Adaptation dynamique d’un composant : 
En s’intéressant à des applications dont les composants sont connectés et 
déconnectés dynamiquement, on constate une nécessité d’un changement de type du 
composant (aux sens des messages auxquels le composant sait effectivement 
répondre), une évolution du type des composants en terme de comportements pour 
répondre à la question de l’adaptation dynamique cohérente des composants. 
Une application doit avoir la capacité de changer le comportement selon son 
contexte d’utilisation (besoins utilisateurs, contraintes matérielles, ..). Donc, il faut 
tenir compte des interactions entre le composant et son contexte d’utilisation, et aussi 
leurs effets sur la structure et le comportement du composant de façon à ce qu’ils 
assurent toujours la cohérence de l’évolution du composant. 
Le type du composant spécifie non seulement un ensemble de messages à 
interpréter, mais aussi les types requis des composants entrant en interaction, les 
contrôles sur l’échange des messages, enfin les conditions sur les adaptations 
acceptées ou refusées. [OBDM02] , [OPB03]  
Il existe déjà des recherches sur l’adaptation du type de composants: 
- par vérification statique de code, ne pas autoriser l’évolution du type 
à l’exécution (adaptation statique) [KL01] , [Mar02]  
- par contrôle de message à l’exécution, vérification du type à la 
réception des messages, pas au retrait des message [PSD01] , [SA02]  
- par délégation de type de composant [Kni98] 
- par spécialisation de composant [IH98] 
- par adaptation dynamique des aspects non-fonctionnels : [SL01] , 
[DL02a], [DL02b], [JDL02], [DL04], [Led01], [Jar01], [DL03] 
 
Dans le projet MolèNe [SA02], un canevas orienté objet est décrit. Il offre les 
mécanismes nécessaires à l’adaptation dynamique d’un composant. Ces mécanismes 
étendent l’architecture des composant et assurent leur démarrage pour répondre aux 
variations de l’environnement tels que ceux de l’Internet et des réseaux mobiles. 
Concrètement, MolèNe est un cadre de conception pour la gestion de la 
mobilité et une boîte à outils adaptée à la mobilité. Il joue aussi le rôle d’un canevas 
de surveillance ayant des sous-canevas d’adaptation dynamique  qui mesurent 
l’environnement et avertissent les composants des variations (moniteurs de base + 
moniteurs de haut niveau). Il implante  aussi un schéma de réaction au sein de chaque 
composant en assurant la prise en charge du changement des paramètres du 
comportement du composant et/ ou le remplacement du comportement du composant. 
Pour assurer ces tâches, il lui faut une gestion de la transition, une description 
des automates de réactions. 
Adaptation dynamique des aspects non-fonctionnels : 
Il existe plusieurs recherches qui veulent séparer les aspects fonctionnels et 
non-fonctionnels pour que les applications puissent s’adapter elles-mêmes 
dynamiquement aux conditions d’exécution.  
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Dans cette ligne, l'intergiciel Jonathan [SL01]  propose un bus logiciel 
générique fondé sur les notions de liaison et de personnalité. La notion de liaison sert 
d'abstraction pour  le traitement des invocations à distance en permettant des 
instanciations particulières répondant à un protocole particulier tel que CORBA-IIOP 
ou Java-RMI. 
Toutefois, cette forme d'adaptation est statique et relève plus d'une opération 
de composition d'un système générique avec un composant spécifique pour obtenir un 
système complet exécutable.  
Dans cet article, une extension relevant plus de l'adaptation est proposée. 
En utilisant la réfléxivité, les protocoles de communication utilisés par le bus 
logiciel peuvent être dynamiquement adaptés. Le principe utilisé repose sur la notion 
de conteneur de méta-objets qui intervient comme une enveloppe (wrapper) : celui-ci 
reçoit les appels et assure leur filtrage par un ou plusieurs méta-objets.  
L'adaptation dynamique est possible via une API associé au conteneur, celle-ci 
permettant d'introduire ou d'enlever des méta-objets du conteneur. 
Cette approche est très voisine de la composition dynamique de protocoles de 
communication : on parle alors souvent de pile de protocoles. L'adaptation dynamique 
du protocole consiste à introduire dans la pile ou enlever de la pile un protocole 
élémentaire assurant une fonctionnalité particulière (contrôle des pertes par exemple).  
Cette forme d'adaptation est centrée sur la sémantique de la communication 
(appel de méthode à distance), élément clé d'un bus logiciel. L'utilisation de la notion 
de conteneur pour son implantation est cependant d'ordre beaucoup plus générale et 
pourrait être appliquée à d'autres propriétés non-fonctionnelles ne concernant pas la 
communication. 
 
L’adaptabilité possède un certain nombre de propriétés : modularité, 
composabilité et introspection. Actuellement, pour les systèmes complexes, on 
s’intéresse à la réflexion qui propose ([Led01], [CL00]): 
+ la réification: processus permettant d’encoder à l’exécution les données 
propres au système, 
+ l’introspection (un prérequis pour l’adaptabilité): mécanisme permettant au 
système de s’observer et donc de raisonner sur son propre état, 
+ l’intercession: mécanisme permettant au système d’agir sur lui-même, et 
d’altérer sa propre interprétation. 
Selon [Led01], une adaptation se compose de trois étapes successives: 
déclenchement, décision et réalisation. Avec ce découpage, on peut découvrir les 
éléments intervenant dans une adaptation : les acteurs (qui), les moments (quand), les 
sujets à adapter (quoi) et les mécanismes (comment). 
Le sujet de l’adaptation peut être soit un composant, soit une liaison entre 
deux composants, soit l’architecture elle-même.  Pour un composant, ayant une 
granularité assez fine, l’adaptation consiste à lui apporter une modification. Une 
liaison peut être un bus logiciel, un lien d’héritage, un lien de délégation ou un 
contexte d’interopérabilité entre composants et peut avoir la propriété de s’adapter. 
L’adaptation sur l’architecture peut se réaliser soit par retrait/ remplacement/ 
reconfiguration de certains composants et/ou liaisons,  soit par ajout de nouveaux. 
On distingue trois types d’acteurs d’adaptation :  
+ le programmeur:  choisit les sujets à adapter et fixe les règles d’adaptation et 
les mécanismes à l’implémentation. L’adaptation est automatique, mais ses étapes 
sont fusionnées, et donc, non modifiables. 
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+ l’administrateur: peut être un déployeur ou un utilisateur, effectue les choix 
cités ci-dessus (s’ils ne sont pas faits à l’implémentation) au lancement du système ou 
pendant son exécution. L’adaptation est réifié, mais pas automatique. 
+ le logiciel: prend les choix (pas encore réalisés). L’adaptation est réifié, et 
automatique. 
Il existe trois moments pour l’adaptation : 
+  avant l’exécution du système : En phase de conception, de développement, 
il faut prévoir les possibilités d‘adaptabilité du système et choisir les mécanismes 
convenables. Après, il est possible d’avoir une adaptation statique à la compilation et 
l’édition des liens selon la plateforme. 
+ au lancement du système :  au déploiement, l’administrateur réalise une 
adaptation statique en donnant des choix pertinents d’adaptation. 
+ pendant l’exécution du système : C’est l’adaptation dynamique qui applique 
la modification sur un sujet d’adaptation, automatiquement ou par un tiers. 
À chaque sujet d’adaptation, est associé un mécanisme d’adaptation. Il faut 
considérer des caractéristiques du sujet, comme : l’état, le code et l’interface de ce 
sujet, et aussi, son type (« boîte noire » ou « boîte blanche »).  En outre, il existe 
autres critères connexes : le but de l’adaptation (modifier la sémantique du sujet, ou la 
préserver) et l’identité du sujet d’adaptation (garder sa référence ou accepter un 
mandataire pour lui). 
Les mécanismes de base sont classifiés selon le sujet d’adaptation : 
+ Pour un composant :  changer son état ou son code, avec les mécanismes 
suivants : 
   o paramétrisation : Dans le cas où le composant est de type « boîte noire », 
le système est construit avec des paramètres prédéfinis dont les valeurs peuvent être 
spécifiées après. 
   o transformation : seulement appliquée si le composant est de type « boîte 
blanche », ce mécanisme modifie directement le code du composant. 
+ Pour une liaison :   
   o interposition :  Dans le cas où la liaison  est blanche. On peut citer : 
mécanisme de liaison avec volonté d’adapter la liaison  elle-même, mécanisme 
d’interception. 
   o délégation : Dans le cas où la liaison  est noire, mais ses composants sont 
blancs. Le travail d’une entité est délégué vers une autre ; une nouvelle liaison est 
créée et est considérée comme une adaptation de l’ancienne liaison. Cette délégation 
est réalisée soit explicitement par le concepteur, soit de façon transparente par les 
techniques de compilation ou de chargement. 
+ Pour une architecture : 
On peut appliquer les techniques ci-dessus pour engager une procédure de 
configuration/ reconfiguration. 
On peut aussi adapter un sujet d’adaptation par le changement de point de vue, 
en appliquant une nouvelle interprétation. 
Actuellement, de nombreuses technologies sont proposées pour l’adaptabilité : 
+ Technologie objet : Les principes de base utilisés sont la composition, 
l’héritage, le polymorphisme, la liaison dynamique, la délégation et la généricité. 
Parmi eux, la  délégation est le plus prometteuse car on peut la réaliser à l’exécution, 
ou avec l’utilisation des interfaces ; la  généricité est dynamique aussi malgré son 
caractère planifié si l’on sait la combiner avec une substitution de type, tandis que le 
reste est statique, comme la composition ou l’héritage. 
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+ Technologie  de compilation et support d’exécution : Pour adapter un 
logiciel, la première façon est d’intervenir lors de la compilation via des directives, 
qui prennent en compte l’état d’exécution. Elle peut être combinée avec la génération 
de code dynamique et la spécialisation selon les supports d’exécution. La deuxième 
façon est l’interprétation qui est la combinaison d’un interpréteur et d’une machine 
virtuelle. 
+ Techniques réflexives : Avec la réflexion, le système peut raisonner et agir 
sur lui-même. On peut classifier les techniques réflexives en se basant sur la 
distinction entre réflexion structurelle et comportementale, ou entre réflexion 
implicite ou explicite, ou sur le moment où les méta-objets existent et sont utilisés. 
+ Aspect et tissage : La programmation par aspects offre un ensemble de 
possibilités pour l’adaptation, avec l’utilisation des adaptateurs (ou encapsulateurs : 
wrappers), des filtres de composition ([BA00]), de la fusion automatique des 
interactions ([DBFM01], [DBM02], [Ber01]) qui apportent des perspectives 
d’adaptabilité dynamique des composants et aussi de gestion automatique des 
compositions. 
+ Architectures logicielles : des principes de conception généraux, des 
schémas de conception (design patterns), des framewotks  objet, les ADLs, 
l’architecture orienté modèles (MDA : Model Driven Architecture) sont autant de 
moyen pour décrire et adapter des architectures logicielles à base de composants. 
 
Dans l’article [DL02b],  la programmation orienté  aspects (AOP) est utilisée  
pour réaliser une adaptation dynamique vis-à-vis des aspects non-fonctionnels. En 
effet, la solution propose un tisseur (weaver) qui prend en compte les conditions 
d’exécution de façon à pouvoir adapter son tissage à l’évolution de l’environnement 
d’exécution. La contribution principale de ce système est la réification et 
l’externalisation des instructions de tissage.  
On associe un objet conteneur à chaque objet fonctionnel. Le code doit être 
compilé de façon à ce que les appels de méthode soient réorientés (redirect) vers le 
conteneur. Ce conteneur gère toutes les interactions de son objet avec les autres 
objets. Il gère une liste des méta-objets implantant les aspects non-fonctionnels. 
Quand il intercepte un message, il le passe à tous les aspects attachés avant d’exécuter 
la méthode appelée par le client. Pour ce faire, le conteneur doit supporter une 
interface permettant l’attachement, le détachement et la reconfiguration des aspects 
qu’il gère. 
L’originalité est exprimée encore par la définition des « pointcuts » dans le 
progamme de base pour une stratégie d’application par le programmeur: un  poincuts  
est un groupe d’objets fonctionnels dont chacun peut être différemment traité pendant 
sa vie selon son état. Ce groupe est défini par un prédicat couvrant des attributs 
d’exécution attachés à ces objets pour permettre de représenter les propriétés 
dynamiques ; donc, le système peut tracer les changements des valeurs d’attribut et 
peut aussi mettre à jour convenablement les contenus d’un groupe. 
Le programmeur d’application doit indiquer une stratégie système à tisser dans 
les groupes définis (Il ne lui faut que connaître les aspects nécessaires, pas la façon de 
les implanter). Chaque stratégie système a le rôle d’assurer que les aspects non-
fonctionnels s’adaptent toujours bien avec l’évolution du contexte d’exécution. Elle se 
compose des règles d’adaptation dont chacune associe une condition 
environnementale à une contrainte sur des aspects non- fonctionnels. 
Le système d’exécution doit prendre en charge de démarrer le canevas de 
surveillance selon les conditions exprimées par les stratégies système. Quand ce 
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canevas détecte que la valeur d’une condition vient d’être changée, il le signale à la 
partie du système qui attache ou détache le(s) aspect(s) correspondant(s). Cela permet 
une adaptation des composants (et aussi de leurs comportements) à l’évolution de 
l’environnement. 
Avec des points forts cités, cependant, la proposition n’évite pas quelques 
points faibles : les instructions de tissage sont chargées par le système au démarrage 
(startup), et ne peuvent pas évoluer pendant l’exécution. Il faut permettre des 
modifications libres des stratégies d’adaptation  au moment de l’exécution, pour avoir 
une adaptation logicielle vraiment imprévue. 
 
Le même principe est appliqué dans l’architecture d’EJB ([JDL02]) où la 
configuration entre les composants EJB et les services d’intergiciel est supportée 
seulement au déploiement en utilisant un descripteur déclaratif de déploiement. Cette 
architecture sera étendue pour permettre une reconfiguration à l’exécution. Le 
protocole des méta-objets RAM (Reflection for Adaptable Mobility) est utilisé au lieu 
du modèle donné des composants EJB.  
Les deux stratégies (stratégie d’application et stratégie système, abordées dans 
les articles [DL02a], [SL01]) sont interprétés par le moteur d’adaptation au moment 
de l’exécution et sont décrits dans les fichiers XML.  
En profitant du couplage léger entre les différentes entités de l’infrastructure 
(proposée dans [DL02a]) et le rôle particulier d’un conteneur EJB qui assure la liaison 
entre les composants EJB et les services d’intergiciel, les auteurs remplacent les méta-
objets dans RAM par le conteneur EJB et réutilisent le canevas de surveillance et le 
module de décision basé sur les stratégies d’application pour fournir une adaptabilité 
dynamique des services dans l’architecture EJB. 
Pour avoir un serveur EJB adaptable, l’implantation de JonAS est 
partiellement utilisé; bien qu’on doive écrire les services de trace ou de 
communication asynchrone en raison du manque de modularité de JonAS pour la 
réutilisabilité.  
La composition dynamique des services est réalisée au niveau des conteneurs 
EJB, mais parce qu’ils sont créés statiquement par les descripteurs de déploiement des 
composants, on est obligé de modifier les conteneurs pour modifier les associations 
entre les composants et les services, grâce à l’outil GenIC (Generate Interposition 
Classes) de JOnAS permettant de générer le code de conteneur. 
Pour respecter la spécification de conteneur EJB, un nouvel objet appelé 
DynamicComposite est introduit pour devenir un combinateur (« composer » en 
anglais) dynamique des services EJB. Au lieu d’être envoyés par le conteneur au 
composant géré, les messages sont envoyés au DynamicComposite qui compose 
dynamiquement les services « artisanaux » attachés/ détachés avant/ après l’envoi des 
messages au composant. Un méta-service DynamicApplication encapsulant 
l’infrastructure cité-dessus est inséré dans l’architecture EJB et est initialisé par le 
serveur JonAS ; donc, les stratégies d’application sont chargées et le moteur 
d’adaptation est démarré. Le canevas de surveillance est aussi démarré pour signaler 
les changements environnementaux à tout le système qui devient passif après cette 
phase d’initialisation et de démarrage. 
Cependant, la tâche est assez lourde car il faut: 
-Créer deux descripteurs de déploiement à chaque création d’un composant : 
un commun à toute implantation EJB, un spécifique à JonAS, 
- Indiquer (par le développeur) quel composant va être dynamiquement 
adaptable. 
44 Thèse « Adaptation des composants centrée sur l’utilisation»                                    
     
- Modifier l’outil GenIC pour générer l’indirection correcte de chaque appel de 
méthode métier sur chaque composant adaptable.  
- Créer le service DynamicApplication. 
- Développer un patron de conception (design pattern) pour permettre au 
moteur d’adaptation de reconnaître les composants et leurs DynamicComposite. 
- Modifier les constructeurs de conteneur EJB pour qu’ils instancient les objets 
DynamicComposite et les enregistrent dans le moteur d’adaptation, à travers le 
service DynamicApplication. 
 On trouve aussi une  demande d’une plus grande dynamicité du  modèle EJB 
car les services prédéfinis de JonAS sont assez compliqués à composer pour adapter à 
la spécification actuelle d’EJB. 
Pour un intergiciel adaptable, une infrastructure est proposée [DL02a]: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Stratégies d’adaptation 
Moteur d’adaptation 
Moniteurs
Ressources physiques 
Services non-fonctionnels 
Services fonctionnels 
Figure 5. Une infrastructure proposée pour un intergiciel adaptable 
 
Les composants fonctionnels sont des objets Java standard et du point de vue 
de l’utilisateur. Chaque composant est associé à un méta-contrôleur  (au niveau méta) 
qui intercepte et interprète toutes les créations d’objets, les réceptions d’appel de 
méthode et les accès aux champs. Ce méta-contrôleur est une instance de la classe 
Container qui supporte la composition dynamique de services et joue le rôle d’un 
conteneur. 
Les composants non-fonctionnels sont exprimés par les classes Service (pour 
les services), ServiceProvider (pour les implantations spécifiques de service) et 
RôleProvider (pour les rôles de service). Un service est considéré comme un ensemble 
de rôles coopérants.  
Le méta-contrôleur (Container), attaché à chaque composant fonctionnel, gère 
une liste dynamique des RôleProvider qui lui sont associés, et fournit un protocole 
pour une utilisation simple de cette liste. Quand le méta-contrôleur intercepte un 
message envoyé au composant attaché, il le redirige à tous les rôles associés, donc, au 
service non-fonctionnel correspondant. 
On obtient un système dont le comportement de chaque composant fonctionnel 
peut être modifié à l’exécution par l’attachement ou le détachement du RôleProvider 
approprié au Container. 
Le système fournit une vue dynamique sur le contexte d’exécution, et les 
informations nécessaires sur le programme à adapter. Des attributs sont attachés à 
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chaque conteneur pour décrire les ressources et le composant de base. Le système 
peut définir des attributs génériques qui sont automatiquement ajoutés à leur 
composant de base, et réciproquement, peut exporter des champs du composant de 
base comme des attributs. 
Les stratégies, le moteur d’adaptation, le canevas de surveillance, les groupes 
de composants fonctionnels  ont les mêmes définitions, utilisations que celles des 
projets précédents ([DL02b], [JDL02]). Les rôles du développeur et du déployeur ne 
changent pas. 
Plus concrètement, une règle dans une stratégie système est exprimée sous la 
forme « condition => actions », où « actions » est une liste des actions, chacune 
décrivant un attachement/ détachement d’un rôle particulier d’un service. À tout 
moment, tous les composants dans un groupe ont en attachement tous les rôles définis 
par les liaisons actives dont la condition est vérifiée. 
* Un protocole de méta-objets (MOP : Meta-Object Protocole) est un 
ensemble de classes et de méthodes qui permettent à un programme d’inspecter l’état 
et de modifier le comportement du système de support. 
Pour adapter l’applications à base de composants  ([DL03], [DL04]) , les 
nouvelles applications doivent être capables de s’adapter de façon autonome aux 
évolutions de leur contexte d’exécution, non seulement pour fonctionner 
correctement, mais aussi  pour tirer parti de nouvelles possibilités apparues en cours 
d’exécution. 
Les auteurs traitent cette adaptation définie séparément du code métier comme 
un aspect qui sera tissé au déploiement et/ ou à l’exécution du  code métier. Le 
langage d’aspect choisi est basé sur le formalisme ECA (Événement- Condition- 
Action) permettant des vérifications.  
En considérant que l’application basée sur un MOP Java et proposée dans 
[DL02a] manque de structuration, ils jugent que le paradigme des composants 
[Szy02] apporte aux applications la flexibilité et aussi la structuration. Ils ont choisi 
Fractal, le framework du consortium ObjectWeb, comme modèle de base de 
composants.  
On fournit aussi un service de reconnaissance de contexte (context-awareness 
service) pour représenter le domaine contextuel à superviser et détecter les 
événements succeptibles de déclencher l’adaptation. Ce service a trois parties : 
- Réception et transformation des données brutes à l’extérieur de l’application 
en une forme appropriée à utiliser ultérieurement. Cette tâche est déléguée aux 
bibliothèques des surveillants (probes). 
- Structuration de ces données en se basant sur une ontologie : Le contexte est 
représenté comme un arbre des ressources dont la structure est définie dans un fichier 
de configuration, lue au démarrage et supposée d’être fixée lors de ce moment-là. 
Chaque ressource est identifiées par un nom et est décrit par un ensemble d’attributs 
nommés, dont la valeur change toujours. Le système supporte plusieurs arbres 
parallèles dont chacun est appelé domaine de contexte et modèle un aspect particulier 
du contexte d’application. 
- Raisonnement sur les connaissances acquises pour détecter les situations qui 
demandent une réaction/ adaptation. Outre les attributs primitifs contenant les données 
brutes requises par les surveillants, il existe aussi les attributs synthétiques définis par 
une expression sur tout le domaine de contexte auquel l’attribut appartient. Cette 
facilité permet de définir des attributs abstraits, dérivés des données au bas niveau. 
46 Thèse « Adaptation des composants centrée sur l’utilisation»                                    
     
Le système utilise les données régulièrement collectées par un superviseur 
pour mettre à jour les valeurs des attributs synthétiques, prendre en charge 
automatiquement les dépendances. Le service de reconnaissance de contexte dialogue 
avec le système à travers deux interfaces : l’une pour les requêtes simples sous la 
forme des expressions du client et l’autre pour les notifications asynchrones. Pour la 
première, le système répond immédiatement après avoir évaluer l’expression à partir 
de son état actuel. Pour la deuxième, le système enregistre le client comme un 
observateur (listener) et va lui notifier les changements de valeur. 
III.2.2 Composition des composants : 
Dans le processus de conception par composants, chaque fois que des 
composants et leurs interactions sont définis, les bibliothèques disponibles de 
composants réutilisables sont consultées pour identifier les composants 
potentiellement réutilisables. Il est possible que la fonctionnalité d’un composant issu 
de la conception ne puisse pas être assurée par un seul composant, mais par une 
combinaison de plusieurs composants. Dans ce cas, les composants doivent être 
assemblés de façon à ce que la structure générée apparaisse comme un seul 
composant. 
Il faut donc définir des types de composition entre composants. 
III.2.2.1 Délégation de requêtes : 
La manière la plus facile pour un composant de fournir des services demandés 
qui ne sont pas disponibles dans ce composant lui-même, est de déléguer une requête 
pour un tel service à un autre composant capable de le fournir. 
Pour cela, le composant a besoin d’être étendu avec le comportement qui 
délègue certaines requêtes à d’autres composants. 
III.2.2.2 Composition de composants : 
Si nécessaire, deux composants peuvent être composés dans un composant qui 
les encapsule. Ce dernier a besoin de déléguer les requêtes aux composants qu’il 
contient pour satisfaire les requêtes des clients..  
L’approche traditionnelle est de définir un grand nombre de méthodes au 
niveau du composant encapsulant qui envoie les messages aux composants 
encapsulés. Cette approche mène à une surcharge considérable d’implémentation pour 
le programmeur. En outre, la réutilisabilité de la solution est très limitée. Ces 
problèmes existent parce que cette agrégation n’est pas transparente. 
Avec la super-imposition comme technique de composition, une autre solution 
est possible permettant de composer plusieurs objets sans les désavantages cités ci-
dessus. Nous verrons cette technique dans la section III.3. 
III.2.2.3 Sélection et relation des acquaintances : 
La composition implique que les composants demandent à d’autres 
composants, appelés « acquaintances », de leur fournir des services pour être capable 
de délivrer la fonctionnalité recherchée. La liaison des acquaintances requis par le 
composant est souvent réalisée quand le composant est instancié, donc néglige 
plusieurs aspects importants. 
L’adaptation de composant doit permettre une spécification souple, expressive 
de la manière dont les acquaintances sont choisies et sont reliées. Pour chaque objet, 
l’ensemble des objets accessibles doit être disponible.  
Le type d’adaptation va relier (bind) un message envoyé par l’objet o à un 
récepteur a au premier composant dans l’ensemble des composants qui répondent à la 
condition spécifiée. S’il n’y a aucun composant qui satisfait la condition, le message 
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est relié au composant nil. Si le récepteur du message n’est pas a, la liaison normale, 
basée sur le nom va prendre en charge la requête. 
III.2.3 Supervision de composant : 
Cette catégorie d’adaptation concerne essentiellement l’observation et la 
supervision du composant de telle sorte que les autres composants sont notifiés ou 
avertis quand certains événements ont lieu au niveau du composant observé. 
L’invocation implicite consiste à notifier les composants convenables, soit 
directement par l’envoi de message, soit indirectement à travers la génération 
d’événement, quand certaines conditions ou actions ont lieu au niveau du composant 
supervisé. 
Soit I l’ensemble des éléments de l’interface qui font une invocation implicite 
à l’objet invoqué.  Les messages appelant les éléments dans I mènent à deux 
invocations, l’une est l’invocation origine de méthode, et l’autre est l’invocation 
implicite de notification. 
Nous aborderons les thèmes de la notification d’observateur  et de la 
surveillance d’états  plus en détails dans le chapitre VIII de la 2ème partie. 
III.2.4 Composition et adaptation des connecteurs : 
Nous avons vu que les langages d’architecture (ADL) proposaient la notion de 
connecteur pour assembler les composants. Nous nous intéressons plus 
spécifiquement à ces connecteurs vis-à-vis du problème de l’adaptation. 
Actuellement, il est difficile de créer les connecteurs sémantiquement riches 
dont les systèmes logiciels ont besoin. Les concepteurs ont deux possibilités pour 
choisir les types de connecteurs lors de la conception d'un système :  
• utiliser un connecteur existant prédéfini (sur étagère),  
• ou développer un nouveau connecteur spécialisé pour lequel aucune 
implantation n’existe.  
Mais les deux solutions ne sont pas parfaites, car d’une part, il n’est pas 
toujours possible de trouver un type de connecteur existant qui satisfait les besoins du 
système, et d’autre part, créer un nouveau mécanisme de connexion est  souvent très 
coûteux. 
L'idée est donc d'essayer de produire de nouveaux connecteurs simplement de 
façon systématique et compositionnelle. Le concepteur qui veut utiliser un nouveau 
type de connecteur choisit un type de base de connecteur, une adaptation appropriée 
pour engendrer un nouveau type de connecteur plus complexe, adapté au système en 
cours de conception. Les outils de génération de système vont alors traduire ces 
connecteurs sous la forme de nouveaux  mécanismes d’exécution adaptés au problème 
considéré. 
D’après [SG01] , un connecteur C peut être exprimé sous la forme d’un 6-
tuple C=(c, l, s, t, p, w), où : 
- c : est le code applicatif apparaissant dans un composant ou une unité 
de compilation, 
- l (libraries) : des bibliothèques de communication, des talons (stubs) 
engendrés, etc,  utilisés par le niveau d’application, 
- s : des services de base fournis par le système d’exploitation, 
- t : des tables/données,  
- p (police): une stratégie pour documenter l’utilisation proprement-
dite des parties citées ci-dessus, 
- w : une spécification formelle décrivant le comportement propre du 
connecteur. 
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La définition d'un nouveau connecteur adopte une approche par transformation 
de connecteurs existants. Cette approche permet une démarche progressive par étapes 
plus simples et compréhensibles et rend le connecteur  final plus facile à comprendre 
et maintenir. 
Une transformation de connecteur modifie une ou plusieurs parties d’un 
connecteur existant C=(c, l, s, t, p, w) et engendre un nouveau connecteur C’. Cette 
transformation peut consister à : 
- ajouter, supprimer ou modifier les lignes de code dans c, 
- modifier une bibliothèque (des talons) dans l, ou la remplacer par une 
autre, qui présente la même interface vis-à-vis du code applicatif, 
- ajouter un service dans s, ou le remplacer par un autre, 
- ajouter, supprimer ou modifier les entrées dans t, 
- affecter la stratégie p en ajoutant de nouvelles restrictions,  
- modifier la spécification formelle w du connecteur. 
Ainsi, les auteurs identifient un ensemble de types de transformations 
génériques : transformation des données, combinaison, ajout d’un rôle, modification 
de protocole, et agrégation. On peut ensuite combiner ces transformations de plusieurs 
manières pour les appliquer dans de nombreux domaines comme la sûreté. 
Nous abordons ces différentes transformations génériques. 
III.2.4.1 Transformation des données :  
Ce type de transformation change le format des données échangées lors d'une 
interaction. Ces changements peuvent avoir lieu soit à un des deux bouts de la 
communication, soit aux deux. Ils n’affectent pas le protocole d’interaction, bien 
qu’ils introduisent des informations supplémentaires à échanger (par ex. la somme de 
contrôle de détection des erreurs).  
Exemple : considérer un connecteur qui contrôle le fait que le producteur 
(l’expéditeur) produit des données plus vite que le récepteur n'est capable de les 
consommer. Le connecteur doit être modifié pour fournir au récepteur  la vitesse de 
production des données par le producteur.  
Les questions suivantes interviennent souvent dans ce type de transformation :  
o Où l’opération a-t-elle lieu (au niveau de l’expéditeur, du récepteur 
ou des deux) ?  
o Combien de fois transformer ces données ?  
o Quelle est la nature de l’opération sur les données ?  
o Préserve-t-elle le nombre de messages ?  
o Est-elle réversible ou irréversible ? 
III.2.4.2 Combinaison (splice) :  
Cette transformation combine deux connecteurs bipoles c et d  en un nouveau  
connecteur bipole. Le connecteur construit deux interfaces : l’une à partir de c et 
l’autre à partir de d. Contrairement à la transformation des données, la combinaison 
change le protocole utilisé pour échanger les données. Ce type de transformation est 
principalement utilisé pour deux composants qui ne peuvent interagir directement.  
Exemple : La boîte à outils Java Bean offre la possibilité de combiner des 
connecteurs basés sur des événements et des connecteurs basés sur des appels de 
procédure. 
III.2.4.3 Ajout d’un rôle :  
Cette transformation  ajoute une nouvelle interface (ou « rôle ») à l’interaction 
pour permettre une nouvelle forme d'interaction. Il y a deux types de rôles : 
observateur et participant.  
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Il faut donc faire les choix suivants au moment de l’instanciation du 
connecteur : Un rôle est-il de type observateur ou participant ? Quels événements de 
communication sont-ils accessibles au nouveau rôle ? Quel est l'effet d’un 
participant : consomme-t-il certains messages envoyés à un autre composant ? 
produit-il des réponses différentes à l’expéditeur ?, etc. 
III.2.4.4 Modification de protocole (mode session) :  
Cette transformation permet de passer d'un protocole non connecté à un 
protocole orienté session. Le connecteur engendré peut masquer des informations par 
rapport au connecteur source.  
Exemple :  
- Le raffinement des requêtes aux bases de données 
- Le fait de cacher une identité comme une clé de session créée par les 
participants au début de la session pour encoder leur communication 
pendant cette session.  
 
Il faut prendre en compte les détails sur l’état maintenu par le connecteur : 
l’identité, le lieu, le temps, la façon et l’effet sur la communication. 
III.2.5 Agrégation de connecteurs:  
Etant une approche pour construire des connecteurs ([SG01]), cette 
transformation combine deux ou plusieurs connecteurs avec un contrôleur. Un 
connecteur est actif à chaque instant. Le contrôleur détermine comment les 
connecteurs interopèrent, mais ne change pas leurs protocoles de base. 
Exemple : Créer un connecteur négociateur et un connecteur adaptateur 
pendant l’exécution. Le connecteur négociateur supporte un ensemble de protocoles et 
détermine initialement le(s) protocole(s) acceptable(s) pour les composants auxquels 
il est connecté et opère après en les utilisant (comme un modem). Le contrôleur 
supervise les fautes de communication et peut commuter vers un protocole plus 
tolérant aux fautes, mais moins efficace. 
Il faut répondre aux problèmes suivants :  
• Quand le contrôleur est-il autorisé à changer les connecteurs actifs 
(statiquement au début, ou dynamiquement) ?  
• Comment le contrôleur décide le moment où le changement a lieu ?  
• Combien de connecteurs, ou quels types sont combinés ? 
Nous venons de voir les principes de base de l’adaptation des composants. 
Nous allons nous intéresser à des techniques plus spécifiques. 
III.3 Techniques d’adaptation centrées sur la conception des composants : 
Le mécanisme d’adaptation doit exister au niveau d’un composant origine CO 
avant que le composant CO puisse être adapté en un composant adapté CA. 
III.3.1 Au niveau architectural : 
Il faut avoir une description globale de l’architecture de l’application cible, 
associée avec une spécification de CO et une spécification de CA (qui doit être 
différente de celle de CO). Cela permet à l’architecte de l’application de spécifier 
l’(les) adaptation(s) au niveau architectural.  
La phase de conception architecturale peut être réalisée très tôt dans le 
processus de développement, avant la phase de conception détaillée et celle 
d’implémentation. Ses entrées sont parvenues de l’analyse des besoins et des 
expériences précédentes avec des systèmes similaires : style architectural, patron de 
conception (design pattern), et expériences personnelles du développeur. En utilisant 
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ces informations, les architectes logiciels construisent l’architecture en prenant des 
décisions de conception. Une décision de conception peut avoir au moins un des effets 
suivants sur l’architecture [GSB02] : 
- Introduire de nouvelles règles de conception 
- Imposer des contraintes sur l’architecture actuelle 
- Introduire de nouveaux éléments à l’architecture 
- Retirer des éléments structuraux à partir de l’architecture 
- Superimposer un nouveau comportement sur certains ou tous les éléments de 
la structure de l’architecture actuelle. 
III.3.2 Algèbre de composition: 
Le concepteur doit disposer d’un ensemble de mécanismes de composition et 
d’un langage associé. Ce langage peut être textuel ou graphique et être basé sur une 
algèbre. 
III.3.2.1 Notation formelle (algèbre) : 
Avec l’approche de la théorie des traces [Sne85], pour spécifier la composition 
des fragments, on utilise une structure de trace qui se compose d’un alphabet (un 
ensemble d’activités) et un ensemble de traces (toutes les séquences d’activités 
permises dans la structure, incluant leurs préfixes). 
Notons : 
a, b, c   pour les activités atomiques, 
P, Q, R  pour les séquences d’activités  
on a : 
 
Opérateur Notation 
algébrique 
Signification 
Concaténation  a • b a précède b 
Choix P ↔ Q Soit P soit Q sera la séquence 
prochaine d’activités 
Concurrence 
(connexion) 
P || Q P et Q peuvent opérer en parallèle 
Synchronisation (a • b • c) || (b • d) 
(1) 
P et Q doivent avoir au moins une 
activité commune (ici, c’est b) et 
sont prêts à la synchronisation en 
même temps. 
Tissage 
(weaving) 
(1) devient 
a • b • (c || d) 
L’activité b est mise en facteur. 
Mixage 
(blending) 
(1) devient 
a • (c || d)  
 
Quand l’activité commune b est 
réduite à un point de 
synchronisation, elle est 
supprimée dans le comportement 
résultat. 
 
Tableau 2. Notation formelle (algèbre)  de composition. 
 
La composition d’un nombre de fragments peut être réalisée en utilisant 
l’opérateur de concurrence ( || ) avec le mécanisme de synchronisation. Les activités 
communes sont utilisées comme les points de synchronisation. 
51 Thèse « Adaptation des composants centrée sur l’utilisation»                                    
     
L’opérateur de concurrence ( || ) est symétrique et associatif. L’opérateur de 
mixage (blending) est aussi symétrique. Il est aussi associatif seulement dans le cas où 
les activités intérieures sont communes à au plus deux fragments. 
III.3.2.2 Notation graphique : 
A titre d’exemple, nous décrivons une algèbre de composition ainsi que sa 
notation graphique. Celle-ci nous permet ensuite de mieux situer les mécanismes 
d’adaptation par super-imposition. 
Basée sur les diagrammes d’activités d’UML, cette notation permet 
d’identifier les composants architecturaux et de créer différentes architectures en 
modélisant le comportement dynamique du système comme une séries d’activités 
dans un ordre spécifié. 
 
 
Notation graphique Notation 
algébrique 
 
 
 
 
 
 
  a • b  
 
  
 
 
 
 
 
a ↔ b 
 
 
 
 
 
 
 
 
 
 
a || b 
 
 
 
 
 
 
 
 
( a • s ) || ( b • s )  
ba
a b
a b
a b
 
Tableau 3. Notation graphique  de composition. 
 
La composition des fragments peut être facilement modifiée en remplaçant les 
parties par les autres parties similaires. 
 
III.3.3 Adaptation par super-imposition: 
La super-imposition permet la composition d’un fragment avec les activités 
internes d’un autre fragment.  
Autrement dit, la super-imposition permet d’imposer les types prédéfinis, mais 
configurables de fonctionnalité sur la fonctionnalité d’un composant. Donc, elle 
permet d’adapter un composant en utilisant un nombre des comportements 
52 Thèse « Adaptation des composants centrée sur l’utilisation»                                    
     
d’adaptation prédéfinis qui peuvent être configurés pour le composant spécifique. 
Parce qu’on peut identifier de  nouveaux types de comportement d’adaptation, on peut 
aussi définir de nouveaux types  d’adaptation. Enfin, on peut  composer plusieurs 
types de comportement d’adaptation pour un seul composant. [Bos99],  
Dans [GSB02], l’auteur montre les différences de la super-imposition par 
rapport à la composition : 
 
Notation Différences 
Notation 
algébrique  
La concaténation, au lieu d’être exprimée en a • b , contient 
un nombre fini des activités intérieures : 
          a • e1 • e2 • …• en •  b  
où chaque ei  (i=1, …, n)  est une activité anonyme. 
Notation 
graphique  
Toutes les flèches dans le diagramme de type UML sont 
considérées comme les activités intérieures anonymes. 
 
Tableau 4. Différences entre la super-imposition et  la composition 
 
Avec la super-imposition, on peut modifier un fragment  en imposant un autre 
sur l’original. Donc, la super-imposition est utilisée pour définir séparément les 
préoccupations (« concerns ») et les imposer si nécessaire. Elle est transparente entre 
les fragments, de telle sorte qu’aucune dépendance n’est créée entre les décisions de 
conception. 
Exemple : 
 
 
Composition Superimposition 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Tableau 5. Exemple de la différence en notation graphique entre la super-
imposition et  la composition. 
 
Cependant, il y a un point faible : Quand progresser d’une phase à une autre, 
une conception détaillée est dérivée. Car cette information importante est perdue, il 
n’y a plus de moyen pour exprimer la super-imposition, donc, c’est difficile de 
restaurer l’architecture originale. 
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Voici les définitions formelles autour de la super-imposition : 
* Un objet o est défini comme o= (I, M, S, P), avec: 
 I : interface de l’objet. I est l’ensemble des sélecteurs de message 
auxquels l’objet peut répondre. 
 M : ensemble des méthodes 
 S : espace d’états formés par les variables d’instance 
 P : I →  M ∨ reject (chaque élément de l’interface est soit projeté à une 
méthode, soit refusé) 
* Le comportement B d’un objet est défini comme : 
 B= {m ∈ M | bm ⇒ S → S’} 
 
où bm est le changement d’état de l’objet provoqué par une exécution de m. 
* Un message e est défini (simplement) comme : 
 e= (n, r, l) 
où:  n: expéditeur du message 
  r : récepteur du message 
  l : sélecteur  
* Un objet peut avoir un ensemble des entités super-imposantes G associées : 
 G= {g1, g2, …, gp } p≥ 0 
 Une entité super-imposante peut être composée avec un objet o. La 
composition : 
 o’= g ⊗ o 
mène à un nouvel objet o’ qui est une adaptation de l’objet original o, parce que ses 
aspects peuvent être changés : 
  o’= g ⊗ o = (I’, M’, S’, P’) 
Cependant, pour un client de l’objet, le résultat  est  un objet indistinguable 
d’un objet original. 
 
III.3.4 Adaptation d’un composant par paramétrage : 
La technique d’adaptation est paramétrée pour qu’une adaptation générique 
puisse être appliquée à différents composants. Elle est appliquée et s’avère utile dans 
plusieurs domaines, par exemple, la gestion économique. [Min02] 
III.4 Techniques d’adaptation centrées sur l’utilisation des composants : 
Traditionnellement, il y a 2 approches pour les techniques d’adaptation 
[Bos99]: 
- L’approche « boîte blanche » : l’héritage + copier-coller (copy-paste). Cette 
catégorie  demande généralement les connaissances sur  l’intérieur du composant 
réutilisé. Il faut disposer d’une implantation d’un composant et l’on va créer un 
nouveau composant à partir de la connaissance globale et complète du composant. 
Aucune information interne du composant n’est masquée. Dans un tel contexte, 
pourront intervenir les mécanisme d’héritage ou même la simple recopie 
(copier/coller) de frgaments du composant. 
- L’approche « boîte noire » : l’encapsulation (wrapping). Cette technique  
demande (idéalement) seulement les connaissances sur l’interface du composant. Pour 
créer un nouveau composant, on ne considère que l’interface du composant source. 
Son implantation reste masquée. Le nouveau composant encapsule (enveloppe) le 
composant initial sans en connaître l’implantation. 
Il est évident que cette division est assez extrême. En réalité, l’héritage peut 
demander de comprendre seulement une partie de l’implantation du composant, tandis 
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que l’encapsulation peut demander plus de connaissances sur le composant que sa 
seule spécification d’interface.  
Donc, on peut remarquer qu’il existe une troisième catégorie, c’est la boîte 
grise. 
 
En considérant chaque approche, on va voir que les critères bien résolus par 
l’encapsulation peuvent ne pas l’être par « boîte blanche ». 
III.4.1 Utilisation de l’approche « copier-coller »: 
Quand un composant existant fournit certaines similarités avec un composant 
demandé par un programmeur, l’approche la plus efficace peut être de copier le code 
de la partie du composant source réutilisé dans le nouveau composant. Après avoir 
copié le code, le programmeur va souvent le modifier pour le rendre compatible avec 
le contexte du nouveau composant et des nouvelles fonctionnalités seront définies ou 
copiées à partir d’autres sources. 
- Avantage : fournir la réutilisabilité. Mécanisme de réutilisation est très 
simple. 
- Désavantage : 
+ plusieurs copies du code réutilisé existent 
+ le programmeur doit comprendre exactement le code réutilisé  
Cette technique atteint le critère de transparence, un peu de réutilisabilité, mais 
pas de compositionnalité, ni d’interopérabilité. 
III.4.2 Utilisation de l’héritage : 
L’héritage rend l’état et le comportement du composant réutilisé disponible au 
composant réutilisateur. Selon le langage de programmation, tous les aspects internes 
ou seulement une partie des aspects deviennent disponibles au composant 
réutilisateur, limitent la visibilité des objets hérités (par ex : dans C++, par les mots-
clés private et protected).  
- Avantage : le code existe en une seule version. 
- Désavantage : le programmeur doit généralement comprendre en détail la 
fonctionnalité interne d’une super-classe quand il surcharge (override) ses méthodes 
et définit le nouveau comportement utilisant le comportement défini dans cette super-
classe. 
Cette technique atteint les critères de transparence, boîte grise (dépendant du 
langage d’implémentation), réutilisabilité,  mais pas de compositionnalité, ni 
d’interopérabilité. 
III.4.3 Encapsulation (wrapping): 
L’encapsulation  déclare un ou des composants comme une partie du 
composant encapsulant, mais ce composant n’assure que la fonction de transfert 
(« forwarding ») des requêtes des clients aux composants encapsulés. 
Il semble qu’il n’y a pas de différence entre l’encapsulation  et l’agrégation, 
mais l’encapsulation  est utilisé pour adapter le comportement du composant 
encapsulé, tandis que l’agrégation est utilisée pour composer une nouvelle 
fonctionnalité hors des composants existants. 
III.4.3.1 Désavantage : 
- Engendre une surcharge (overhead) importante lors de l’exécution,  parce 
que toute l’interface du composant enveloppé doit être contrôlée par l’enveloppe, 
incluant les éléments d’interface qu’il n’est  pas nécessaire d’adapter. 
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- Peut nécessiter un très grand code d’adaptation et provoquer d’importantes 
réductions de performance. 
III.4.3.2 Evaluation pour les critères : 
- Transparence : Non. Puisque l’enveloppe encapsule complètement le 
composant adapté, les clients du composant ne peuvent pas envoyer directement les 
messages au composant, mais ont besoin de passer par l’intermédiaire de l’enveloppe.  
- Boîte noire : Oui. Parce que le composant est accédé à travers l’interface. 
- Compositionnalité : Oui. Une enveloppe et ses composants encapsulés 
forment aussi un composant qui peut être elle-même encapsulée. Ce processus peut 
être répété récursivement. Cependant, parce que les enveloppes ne sont pas 
transparentes, chaque enveloppe (wrapper) a besoin d’implémenter l’interface 
complète du composant qu’elle encapsule pour être utilisée dans tous les cas. 
- Réutilisabilité : L’enveloppe peut être réutilisée dans les cas où le même 
comportement d’adaptation est demandé. Pourtant, car les enveloppes ne peuvent pas 
être configurées, chaque différence cas original rend impossible la réutilisabilité et 
demande soit à l’enveloppe d’être modifiée, soit à la combinaison de l’enveloppe et 
du composant d’être adaptée sous le forme d’une autre enveloppe. 
III.5 Adaptation dynamique à l’exécution : 
Dans le cas d’une adaptation dynamique, lors de l’exécution, pour la 
cohérence de la définition et l’évolution des composants, les propriétés suivantes 
doivent garantir qu’une réception d’un message chez un composant ne provoque pas 
une erreur : 
- Cohérence structurelle : Tout composant requis sur un type donné doit 
toujours pouvoir rester conforme à ce type. Ce requis peut évoluer pour libérer ou 
contraindre d’avantage le composant. 
- Cohérence comportementale :  
  + Locale à un composant : Le comportement d’un composant doit toujours 
rester cohérent, compatible. 
  + Locale à une adaptation : Une opération d’adaptation est atomique. 
  + Globale au réseau : Toute adaptation peut provoquer un effet non voulu sur 
une autre partie de l’architecture  des composants, par transitivité : quand il y a une 
création/destruction de lien entre les composants, il est possible de voir apparaître des 
cycles, des points non-déterministes, ou des interblocages. 
- Cohérence sémantique : Il faut pouvoir distinguer les différentes sémantiques  
d’utilisation chez les types de composants bien que ces types aient des ports 
équivalents de façon structurelle. Il faut aussi identifier les ports ayant la même 
sémantique d’utilisation pour pouvoir utiliser l’un au lieu de l’autre parmi eux. 
[SA02], [OPB03] 
III.6 Méta-modélisation des composants adaptables: 
III.6.1 Métaobjet : 
La conception d’un métaobjet générique et configurable s’inspire du schéma 
du consommateur / producteur concurrents. [SL01]  
Il faut tout d’abord définir des méta-données : ce sont des données dont le but 
est de décrire d’autres données. Le terme de « métaobjet » fait référence à une entité, 
un objet spécifique qui représente les méta-données. 
On peut considérer la notion de métaobjet comme équivalente, similaire à la 
notion de patron (« template ») qui définit une classe de composants et permet 
d’instancier des composants. [OPB03]  
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François Sarradin & al. proposent une extension pour la plateforme Jonathan 
de France-Télécom R&D pour compléter et réaliser une adaptation dynamique de la 
sémantique de communication et de composition grâce à des conteneurs de 
métaobjets. [SL01]  
III.6.2 Méta-modélisation : 
Un méta-modèle est un ensemble de concepts et de relations à utiliser pour 
exprimer des modèles de certains types de méta-données. Un modèle est un premier 
niveau d’abstraction pour les entités qui intéressent le concepteur. Un métamodèle est 
un deuxième niveau d’abstraction pour un concepteur. Il possède des constructeurs de 
modélisation. Un  métamodèle est un type spécial de modèle. [Mar03], [mem02] 
Il faut plusieurs métamodèles pour les concepteurs, car il existe différents 
types de modèles. [mem02]  
La méta-modélisation aide les concepteurs à définir les formalismes adaptés à 
un domaine concret pour préparer leurs futures modélisations. Si le support 
informatique d’un métamodèle est compatible MOF (Meta-Object Facility), ses 
spécifications peuvent être déduites directement de la définition « formelle » du 
métamodèle. Le travail de conception d’un programme qui interagit avec un tel 
support informatique est alors largement facilité. Ce point fort au côté du temps gagné 
dans l’implémentation d’interactions conceptuelles explique le rôle assez important de 
MOF dans MDA (Model Driven Architecture), l’architecture proposé par l’OMG. 
[Pal03]  
III.6.3 MOF (Méta- Object Facility) : 
Adopté par OMG (Object Management Group) en 1997, MOF dont les 
premières spécifications sont assez difficiles et complexes devient actuellement un 
moyen nécessaire de méta-modélisation chez les concepteurs. 
MOF définit un framework et aussi des règles pour implémenter des 
référentiels de méta-données décrites par chaque métamodèle, et pour transformer ces 
métamodèles en des API (Application Program Interface) de méta-données. Exemple : 
la projection (mapping) MOF IDL appliquée au métamodèle UML pour créer les 
APIs avec CORBA. [KML03], [OMG03] 
MOF définit un ensemble de concepts de base : classe, association, etc. pour 
décrire les modèles. Il se définit en plusieurs niveaux (typiquement, 4 niveau M0-
M3) ; le nombre de niveaux dépend de la façon dont le MOF est déployé. Chaque 
niveau contient les informations spécifiant le niveau inférieur. Un modèle (dans le 
sens large d’une collection de méta-données) n’est pas nécessairement limité à un seul 
niveau. Donc, MOF a la capacité de s’auto-décrire (réflexivité), ce qui donne une 
grande facilité pour l’extension et la modification d’un modèle  MOF dans le futur. 
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III.6.3.1 Exemple  d’une architecture MOF :  
Exemple bancaire. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
est décrit par
est décrit par 
est décrit par
est décrit par
une instance du modèle 
 
 
[client C1 interroge 
institutions I1, I2] 
[client C2 interroge 
institutions I1, I3]
modèle 
(description UML d’un système) 
 
[client, interroge, institution] 
[2 clients peuvent interroger 
une même institution,  
 1 client peut interroger 2 
différentes institutions] 
métamodèle 
(UML, Mérise, SADT, …) 
[class, association, referene, 
attribute, constraint, …] 
méta-métamodèle 
(expression des règles de passage 
d’un métamodèle à un autre)
M3 
M2 
M1 
M0 
 Figure 6. Exemple d’une architecture MOF  (exemple bancaire) 
 
III.6.3.2 La spécification MOF : 
 Elle se compose des éléments suivants : 
- une définition formelle du métamodèle MOF : le langage abstrait 
pour spécifier le métamodèle MOF, 
- une projection à partir des métamodèles MOF arbitraires en CORBA 
IDL qui génère les interfaces IDL pour gérer tout type de méta-
données, 
- un ensemble d’interfaces CORBA IDL réflectives pour gérer les 
méta-données indépendantes du métamodèle, 
- un ensemble d’interfaces CORBA IDL pour représenter et gérer les 
métamodèles MOF, et 
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- et un format XMI (XML Metadata Interchange) pour l’échange de 
métamodèles. 
 
III.6.3.3 Les évolutions futures pour le MOF : 
- Etendre le MOF pour supporter les associations n-aires (n ≥ 3) : Car 
auparavant, on trouve que ce type d’association pose des problèmes au niveau des 
interfaces et les besoins supplémentaires pour spécifier les contraintes de cardinalité.  
- Supporter un format d’échange de données basé sur les flux (stream) : Pour 
échanger les modèles MOF et ceux qui sont compatibles avec UML. 
- Supporter l’évolution de MOF  et la technique de « versioning »: Pour 
répondre au développement des entreprises et aux environnements d’exécution. 
- Supporter la projection entre les modèles: parce que la transformation entre 
les métamodèles et les modèles intéressent les vendeurs des outils et la communauté 
des utilisateurs finaux pour fournir une interopérabilité entre des types variés de 
systèmes. 
- Réaliser l’interopérabilité avec les référentiels de Microsoft : Tous les deux, 
Microsoft et OMG, ont fait des efforts pour l’interopérabilité entre les référentiels et 
les métamodèles dans les environnements COM, DCOM et CORBA, l’interopérabilité 
nécessaire aux clients et aux vendeurs qui utilisent et investissent dans les deux 
technologies pour qu’ils puissent avoir des modèles d’information, des composants 
consistants et des outils compatibles. [OMG03]  
III.7 Conclusion : 
Ce chapitre avait pour objectif de présenter l’adaptation de composant, une 
notion centrale de notre travail. Il donne un état de l’art sur l’adaptation de 
composant, qui reflète une actualité dynamique dans la recherche sur les composants. 
Comment sont utilisés les principes généraux, les notions de base, les techniques 
d’adaptation de composant ainsi présentés dans les modèles actuels de composant ? 
Le chapitre suivant analyse cette question et fournit un panorama sur les integiciels 
actuellement utilisés comme J2EE, CORBA, CCM. 
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Chapitre IV  
TRAITEMENT DE L’ADAPTATION 
DANS LES MODÈLES DE COMPOSANTS 
 
 
Dans ce chapitre, nous brossons un rapide état de l’art des intergiciels à 
composants de niveau industriel et largement diffusés. 
IV.1 Intergiciel JavaBeans Enterprise Edition (J2EE):  
L’architecture à base de composants J2EE implante une notion de composants 
qui est une extension d’une notion simplifiée de composants appelées JavaBeans. 
IV.1.1 Java Bean : 
La spécification de JavaBeans introduit une notion de composant logiciel dans 
le monde de Java. ([RAJ02] , [Nor00], [RR99], [Jav97]) 
Les développeurs peuvent développer des classes Java au format Beans si elles 
respectent un ensemble donné de conventions d’interfaces, de propriétés et 
d’événements. ([Jav97]). 
Si une classe Java doit fournir une fonctionnalité qui peut être visuellement 
manipulée, et personnalisée pour réaliser un effet quelconque, et qu’elle est conçue 
pour être réutilisable, elle peut être développée sous la forme d’un JavaBean. 
Les composants JavaBeans peuvent être exécutés dans une machine cliente ou 
une machine serveur. Basés sur des outils visuels (« builder »), et étant des 
composants d’interfaces utilisatrices graphiques (GUI : Graphical User Interface), ils 
peuvent être considérés comme des éléments de la technologie côté client. 
Néanmoins, l’interface visuelle n’est pas obligatoire, et ils peuvent être utilisés dans 
un environnement serveur. 
IV.1.1.1 Objectifs: 
Les JavaBeans suivent aussi le paradigme « Développer une seule fois, 
exécuter partout » (WORA : Write Once, Run Anywhere). L’objectif du modèle de 
JavaBeans est d’assurer la portabilité, la réutilisabilité, la simplicité et 
l’interopérabilté des composants logiciels Java en apportant une API uniforme et de 
haut niveau. 
Un but de l’architecture des JavaBeans est de fournir une architecture de 
composants indépendante des plateformes. Quand un composant est imbriqué dans un 
autre, une implantation complète de sa fonctionnalité est donnée pour toutes les 
plateformes. Cependant, si un composant racine est intégré dans un conteneur 
spécifique à une plateforme (Word, ou Visual Basic, ou le navigateur Netscape), les 
APIs de JavaBeans doivent être intégrées dans l’architecture locale de composants de 
la plateforme. 
Les JavaBeans proposent une approche de bas niveau pour développer des 
composants logiciels réutilisables qui peuvent être utilisés pour construire différents 
types d’applications Java (applet, application complexe, etc).  Ils peuvent être intégrés 
facilement dans un système. 
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Les APIs de JavaBeans sont conçues pour être relativement simples. On veut 
avoir de petits composants légers, faciles à implanter et à utiliser, outre des 
composants plus compliqués.  Les utilisateurs peuvent apprendre les concepts de base 
sur les JavaBeans très rapidement de façon à ce qu’ils puissent commencer à écrire et 
à utiliser les composants facilement et progresser en utilisant des possibilités plus 
sophistiquées des APIs. 
Les composants JavaBeans peuvent interagir avec d’autres composants 
construits par d’autres modèles. Ses développeurs peuvent avoir confiance en un 
ensemble d’APIs qui marchent bien. Ils n’ont pas à vérifier si les utilitaires sont 
supportés dans la plateforme actuelle.  
IV.1.1.2 Définition d’un  JavaBean: 
Les JavaBeans sont des composants logiciels réutilisables qui peuvent être 
composés pour créer des applications Java en utilisant des outils graphiques de 
développement d’applications.  
Ce sont des classes Java qui ont des méthodes get/ set. Elles peuvent être 
utilisés pour assembler les composants plus complexes, ou pour construire des 
applications complètes.  
Cependant, ce sont des composants de développement, pas des composants 
déployables. C’est pourquoi, ils n’ont pas besoin de résider dans un environnement 
d’exécution, d’avoir un serveur pour les instancier, les détruire, et leur fournir des 
services.  
Les outils de construction (buider tool) fournissent une aide pour assembler les 
applications en connectant visuellement les composants. Cependant, on peut 
programmer manuellement des applications en utilisant des composants. Ces outils 
peuvent aussi aider à personnaliser visuellement les composants. 
Les outils de construction peuvent inclure des constructeurs de pages web, des 
constructeurs visuels d’application, des constructeurs de GUI, ou mêmes des 
constructeurs d’application serveur. Quelquefois, un outil de construction peut être 
simplement un éditeur de documents qui contient certains composants comme une 
partie d’un document composé (compound document). 
Certains composants JavaBeans peuvent comporter des éléments graphiques 
comme des boutons ou des curseurs (sliders). D’autres peuvent être des composants 
logiciels visuels tels que les « viewers » de bases de données ; ou bien ils n’ont pas 
d’interface GUI, mais ils peuvent être visuellement composés en utilisant un 
constructeur d’application. 
Bien que la spécification de JavaBeans n’expose pas explicitement les rôles 
dans le développement d’application, on peut inférer deux rôles : le fournisseur et 
l’utilisateur du composant. 
IV.1.1.3 Architecture 
Dans le modèle de composants JavaBeans, la structure et le comportement 
d’un composant sont décrits par trois types d’éléments : les propriétés, les méthodes, 
et les événements qui se composent facilement pour créer des applications Java.   
Les propriétés sont les attributs nommés qui peuvent être édités, modifiés pour 
personnaliser un composant. Les méthodes décrivent le comportement d’un 
composant. Les événements sont conceptuellement un mécanisme qui sert à: 
- La connexion des composants : Quand un composant est exécuté dans un 
outil de construction, les événements permettent une connexion visuelle. 
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- La notification : Quand un composant est exécuté dans une application, les 
événements notifient les instances et transmettent les données de la source vers l’objet 
cible. 
IV.1.1.3 Introspection : 
Quand un composant est inséré dans un outil de construction, ses éléments 
sont découverts à travers un processus appelé « introspection », qui comprend : 
- La découverte à partir des informations explicites fournies par le fournisseur 
du composant, par une classe spécifique au composant appelée BeanInfo. 
- La découverte automatique des possibilités du composant en utilisant l’API 
de réflexion. Pour cela, les méthodes du composant doivent suivre des conventions de 
nommage dans la spécification des JavaBeans. 
Un composant peut être imbriqué dans une structure et peut utiliser des 
services quelconques de son conteneur. 
IV.1.1.4 Caractéristiques des JavaBeans: 
+ Nature : 
Aux JavaBeans sont associées des conventions de programmation pour les 
méthodes et les interfaces. Ces conventions constituent des patrons de conception. 
+ Structure et comportement :  
La classe du composant, qui cache les fonctionnalités du composant, doit 
implanter l’interface sérialisée ou externalisée soit directement, soit par héritage. 
Cette interface est au niveau du bytecode, donc, ce n’est pas nécessaire de recompiler 
le composant quand il est assemblé dans une application. 
On peut étendre les fonctionnalités d’un composant en créant un nouveau 
composant par l’extension de la classe existante du composant. On peut aussi les 
personnaliser pour les adapter à une application. 
+ Visibilité : 
Un composant JavaBean peut être soit visible soit invisible, ou les deux. Bien 
qu’il soit invisible, il peut être personnalisé, sérialisé et connecté à d’autres 
composants dans les outils visuels de construction. 
+ Types : 
Dans la spécification 1.01, les composants JavaBeans sont classifiés en deux 
catégories : 
- 1er type : Ceux qui sont utilisés comme des blocs de construction dans la 
composition des applications. Un utilisateur peut utiliser certain type d’outils de 
construction pour se connecter et personnaliser un ensemble de composants 
JavaBeans pour réagir comme une application. 
- 2e type : Ceux qui ressemblent aux applications régulières, qui peuvent être 
composés en des documents composés (compound documents). Donc, un 
« spreadsheet » (par ex : dans Excel) peut être intégré dans une page Web. 
Ces deux aspects se chevauchent. Il n’y a pas de frontière claire entre une 
application composite et un document composé.  
+ Persistance : 
Les composants JavaBeans sont persistants. Les états internes sont 
sauvegardés pendant la sérialisation et restaurés dans une application. 
+ Personnalisation : 
Les composants sont visuellement personnalisés par l’édition de leurs 
propriétés, grâce à : 
- des  bulletins de propriétés (property sheets) présentés par les outils visuels 
de construction (en utilisant l’introspection), ou 
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- une interface Customizer permettant aux fournisseurs de composant de 
construire des “customizer” spécifiques au composant et invoqués lors de l’exécution. 
+ Imbrication : 
Un composant peut en contenir un autre. Dans la spécification Glasgow, il 
existe la notion de conteneur logique du composant, ou BeanContext. Dans un 
BeanContext, un composant fils peut être dynamiquement ajouté ou supprimé.  
IV.1.1.6 Emballage et déploiement 
Les composants sont emballés dans des fichiers JAR. Un fichier JAR typique 
contient les attributs, les classes des composants, les documentations, les ressources 
(images, sons, etc). 
IV.1.1.7 Assemblage d’application 
On peut composer les applications en connectant visuellement des composants 
à l’aide d’un outil de construction, ou en écrivant manuellement des programmes de 
connexion. Le résultat peut être un applet ou une application indépendante. 
Les événements réagissent comme les interfaces entre les composants. Les 
connexions de composants sont réalisées pendant la conception et sont 
unidirectionnelles. Quand l’assembleur d’application choisit un composant source 
pour la connexion, l’outil de construction découvre via l’introspection les événements 
de sortie produits par ce composant. Quand l’assembleur d’application choisit un 
composant cible pour le composant source choisi, l’outil de construction découvre les 
méthodes compatibles dans le composant cible, par introspection. 
IV.1.1.8 Exécution : 
L’exécution se compose de l’instanciation et du comportent des composants. 
Les composants sont instanciés par la méthode Beans.instanciate(). 
Normalement, les méthodes dans un composant ne sont pas invoquées 
directement par d’autres composants. La connexion de composants détermine quelles 
méthodes invoquer. Les adaptateurs d’événement permettent l’invocation indirecte de 
méthodes. 
Les composants peuvent aussi être invoqués dans un outil de construction 
pendant la conception. Parce que cet outil ne peut pas donner des paramètres pour le 
constructeur, la classe de composant doit avoir un constructeur sans argument.   
IV.1.2 L’intergiciel à composants J2EE: 
IV.1.2.1 Introduction de J2EE : 
 La plateforme complète de développement J2EE (Java 2 Platform, Enterprise 
Edition) a pour objectif de fournir une plateforme portable, multi-utilisateurs, 
sécurisée et normalisée pour des déploiements de services répartis en langage Java. 
Cette plate-forme fournit une spécification des règles à respecter lors de l’écriture de 
logiciels client-serveur. Donc, elle est indépendante des producteurs de logiciel et elle 
les encourage à la concurrence pour produire les meilleurs produits du marché. 
J2EE  définit des interfaces de programmation d’application (API) normalisées 
qui spécifient les technologies de type client-serveur multicouches pour développer 
les applications. Ces technologies de J2EE  se divisent en 3 catégories : composant, 
service et communication. 
En outre, J2EE joue plusieurs rôles dans le développement d’applications et le 
cycle de vie du déploiement. ([RAJ02] , [Sun04])  
IV.1.2.2 Technologies de composant de J2EE: 
La technologie de composant de J2EE est utilisée par les développeurs pour 
développer des applications modulaires, réparties selon le schéma client-serveur 
63 Thèse « Adaptation des composants centrée sur l’utilisation»                                    
     
multi-couches  et déployables simplement et dynamiquement. La notion de composant 
permet de distinguer d’une part l’interface utilisatrice et d’autre part la logique 
« métier ». Cette technologie permet de développer des modules qui peuvent être 
réutilisables par plusieurs applications d’entreprise. 
Outre les composants JavaBeansTM cités au paragraphe IV.1, J2EE supporte 
les types suivants de composant : les applets, les clients applicatifs,  les composants 
EJB (Enterprise Java Bean), les composants Web (pages interprétables JSP), et les 
composants adaptateurs permettant d’accéder à des  ressources annexes (autres 
serveurs de bases de données par exemple).  
Tous les composants de J2EE sont encapsulés dans un conteneur. Les 
conteneurs leur fournissent différents services de supervision tels que la gestion de 
leur cycle de vie, de la sécurité, du déploiement, et du parallélisme. Quand un client 
invoque un composant (serveur), son conteneur lui associe automatiquement un  
processus ou un thread, et initialise le composant. Il gère toutes les ressources 
nécessaires au composant et toutes les interactions entre le composant et son 
environnement. 
Les comportements d’un composant peuvent être déclarativement 
personnalisés lors du déploiement du composant dans le conteneur. Les opérations et 
les comportements d’un conteneur sont définis par le modèle de composants EJB qui 
est conçu pour délivrer une couche de portabilité aux conteneurs. 
* Les composants clients : les applets, les clients applicatifs, les clients basés 
sur les APIs JF/Swing et utilisés par la technologie Java Web Start dans la plateforme 
J2EE, les clients dans les réseaux sans fil et basés sur la technologie MIDP (Mobile 
Information Device Profile) s'exécutent normalement dans des types de conteneurs 
ayant une interface visuelle telle qu’un formulaire (form), un document complexe 
(compound document), ou une page Web.  
* Les composants serveur : les composants EJB, les composants Web tels que 
les servlets et les pages JSP- Java Server Page, et les composants adaptateurs de 
ressources), sont non-visuels et s'exécutent dans un conteneur fourni par un serveur 
d'application, comme un moniteur TP, un serveur Web, ou un système de bases de 
données.  
IV.1.2.3 Services de J2EE : 
La technologie de composants s’appuie sur des services système qui 
simplifient la programmation des applications et permettent aux composants d’être 
personnalisés pour utiliser les ressources disponibles dans l’environnement où ils sont 
déployés. 
Ce sont des services d’infrastructure: le service de communication répartie, le 
service de nommage, le service de transaction, le service de messagerie, le service 
d’accès aux bases de données, le service de ressources partagées, etc. 
Les APIs sont conçues pour les services d'infrastructure hétérogènes de multi-
vendeurs. Chaque API fournit une interface de programmation commune à un type 
générique de service. Si chaque vendeur qui fournit ce type de service implémente 
cette API, une application peut accéder à n'importe quel service à travers l'interface 
commune. 
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Service API Description 
Accès 
aux  
données 
JDBCTM API JDBC Database Access fournit un accès uniforme 
aux bases de données relationnelles, comme DB2, 
Informix, Oracle, SQL Server et Sybase. 
JTA API Java Transaction fournit un service de transactions. Transaction 
JTS API Java Transaction Service définit un service réparti 
de gestion des transactions, basé sur l’interface CORBA 
Object Transaction Service. 
Nommage JNDI API Java Naming and Directory Interface fournit aux 
clients d’application, aux EJBs, et aux composants Web, 
l’accès à un environnement de nommage qui permet à 
un composant d’être personnalisé sans besoin d’accéder 
ou changer le code source du composant. Un conteneur 
implante l’environnement du composant et lui fournit un 
contexte initial de nommage JNDI. 
Composants 
Web 
Servlets et 
JSP 
API Java Servlets and Java Server Pages implante la 
génération dynamique de pages HTML et la gestion de 
sessions pour des clients navigateurs. 
Composant 
 
EJB API Enterprise JavaBeans définit un modèle de 
composants serveur qui fournit la portabilité via les 
serveurs d’application et implémente automatiquement 
les services de la part des composants d ‘application. 
Accès à 
distance 
RMI API Remote Method Invocation définit le protocole 
d’appel à distance sur la plate-forme Java. 
Messagerie JMS API Java Messaging Service définit des protocoles de 
communications asynchrones via divers systèmes de 
messagerie. 
JavaMail API définit un service de courrier électronique sous 
forme : 
- D’un ensemble de classes et d’interfaces 
abstraites qui peuvent être raffinées pour fournir 
de nouveaux protocoles et fonctionnalités si 
nécessaire, 
- De sous-classes concrètes implantant les 
protocoles de courriers d’Internet  
 
Courrier 
électronique 
JAF API JavaBeans Activation Framework définit une 
interface de gestion de données de type MIME dans la 
plateforme J2EE. Elle est utilisée par JavaMail pour 
contrôler les données contenues dans les courriers 
électroniques (normalement, les applications ne 
l’utilisent pas directement). 
Déploiement JAXP API for XML Processing : permet aux application 
d’analyser et de transformer les documents XML  
Sécurité JAAS API Java Authentification and Authorization Service 
assure que les ressources sont accédées seulement par 
les utilisateurs autorisés de les utiliser. 
Interopérabilité 
avec CORBA 
Java IDL API Java Interface Definition Language crée les 
interfaces à distance pour supporter la communication 
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CORBA sur la plate-forme Java. Java IDL contient un 
compilateur IDL et un ORB de base, remplaçable qui 
implante  le protocole IIOP. 
Connecteur JCA API Java Connector Architecture pour connecter la 
plateforme J2EE avec un système d’information 
d’entreprise. 
 
Tableau 6 : Explication des APIs de J2EE 
 
 
API Applet Application 
client 
Web EJB 
JDBC 2.0  x x x 
JTA 1.0   x x 
JNDI 1.2  x x x 
Servlet 2.3   x  
JSP 1.2   x  
EJB 2.0   x*   x* x 
RMI-IIOP 1.0  x x x 
JMS 1.0  x x x 
JavaMail 1.2   x x 
JAF 1.0   x x 
JAXP 1.1  x x x 
JAAS 1.0  x x x 
Connector 1.0   x x 
* utiliser seulement 
Tableau 7 : APIs disponibles pour chaque type de conteneur de composant. 
IV.1.2.4 Technologies de communication de J2EE: 
La plateforme J2EE met en œuvre différentes technologies de  communication 
entre les clients et les serveurs et entre les objets qui résident dans différents serveurs. 
Ce sont les technologies suivantes: 
- Les protocoles Internet : TCP/IP (Transport Control Protocol over Internet 
Protocol), HTTP (Hypettext Transfer Protocol), SSL (Secure Socket 
Layer) 
- Les protocoles d’invocation de méthodes à distance (RMI : Remote 
Method Invocation) 
- Les protocoles CORBA de l’OMG (Object Management Group) : Java IDL 
(Interface Definiton Language) et RMI-IIOP 
- Les technologies de messagerie: les APIs JMS, JavaMail 
- Les formats de données qui définissent les types de données échangées 
entre les composants : HTML, fichiers d’image de type GIF (Graphics 
Interchange Format) ou JPEG (Joint Photographic Experts Group), fichiers 
de type JAR, fichiers de classe, XML. 
IV.1.2.5 Déploiement de J2EE: 
Une application  dans J2EE est déployée dans une architecture de multi-
couches. Elle est divisée en plusieurs composants séparés et est déployée dans un ou 
des serveurs.  
La couche des serveurs de J2EE se compose des composants serveur EJB, des 
services JMS et JSP de J2EE. 
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Un client peut être : 
- Un client navigateur : un partenaire ou d’autres systèmes utilisant les 
technologies de services de Web comme  SOAP, UDDI, WSDL, ebXML.  
Ce type de client va accéder aux servlets qui accèdent aux composants 
serveur EJB et au service JMS de J2EE pour implanter la génération 
dynamique des pages HTML et la gestion des sessions. Les pages HTML 
générées sont sauvegardées dans un répertoire. 
- Un applet/ application, ou un client CORBA utilisant la technologie IIOP 
pour définir un protocole d’appel à distance sur la plateforme Java et 
accéder directement aux composants EJB. 
- Un navigateur ou un dispositif sans fil (ordinateur portable, téléphone 
portable, etc) avec les adresses HTTP qui accède au service JSP de J2EE 
pour définir des protocoles de communication asynchrones via divers 
systèmes de messagerie et communiquer avec les composants EJB. Les 
technologies SOAP, UDDI, WSDL, ebXML sont utilisées encore une fois 
pour envoyer les messages au système terminal qui est un navigateur. 
Les serveurs peuvent utiliser les connecteurs pour connecter la plateforme 
J2EE avec un système d’information d’entreprise ; cependant, il faut utiliser les 
protocoles propriétaires de l’entreprise. Si le système terminal est une base de 
données, les composants EJB sont sauvegardés/ restaurés via des requêtes SQL. 
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Figure 7. Déploiement de J2EE
IV.1.2.6 Rôles dans J2EE: 
La plateforme J2EE définit plusieurs rôles distincts dans le développement des 
applications et le cycle de vie du déploiement :  
• Le fournisseur des services J2EE  
• Le fournisseur de composants d’applications 
• L’assembleur d’application 
• Le déployeur 
• L’administrateur système 
• Le fournisseur d’utilitaires 
En général, chaque rôle est défini pour aider à identifier les tâches réalisées par 
de nombreuses parties pendant le développement, le déploiement, et l’exécution d’une 
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application J2EE. Cependant, certains rôles prennent en charge des tâches communes 
pour les plates-formes non-J2EE (comme administrateur système, et fournisseur 
d’utilitaires), tandis que les autres rôles sont spécifiques à la plate-forme J2EE. 
IV.1.3 La notion de composant Enterprise JavaBean (EJB) :  
IV.1.3.1 Généralité : 
Les composants EJB héritent des propriétés des JavaBeans : portabilité et 
réutilisabilité. En outre, ils sont conçus pour étendre logiquement le concept de 
composant logiciel Java du domaine client au domaine serveur, et apporter un 
environnement solide qui peut supporter  des applications métiers. Autrement dit, 
l’architecture d’EJB est une extension du modèle de composants JavaBeans au 
schéma  client-serveur. 
Un serveur d’application a la responsabilité de fournir un environnement 
d'exécution optimisé pour les composants d'application Java côté serveur. 
Quand le modèle client-serveur est utilisé pour un grand développement, 
apparaissent les problèmes d’échelle côté serveur, et des problèmes de taille du code 
et de complexité côté client.  
La première version de la spécification d’EJB est publiée en Décembre 1997. 
L’architecture EJB a pour but de : 
- Fournir une architecture standard de composants pour construire les 
applications réparties orienté-objets en langage Java en combinant des composants 
développés avec des outils de différents vendeurs. 
- Faciliter l’écriture des applications car les développeurs ne doivent pas avoir 
besoin de comprendre des APIs de bas niveau, bien qu’il existe un programme expert 
d’accès direct à ces APIs. 
- Réaliser la philosophie de portabilité WORA (Write Once, Run Anywhere) : 
les composants EJB  peuvent être développés une seule fois et déployés dans plusieurs 
plate-formes sans recompilation ou modification de code. 
- Se concentrer sur les aspects de développement, de déploiement, et 
d’exécution du cycle de vie d’une application métier. 
- Définir les contrats permettant aux outils de différents vendeurs de 
développer et de déployer des composants qui peuvent interopérer. 
- Être compatible avec des plateformes existantes, ayant une API Java. 
- Fournir l’interopérabilité entre les composants EJB et les applications dans 
un langage différent de Java. 
- Être compatible avec l’intergiciel CORBA. 
Cependant, en pratique, il existe quelques défis : 
- Développement plus difficile : car un composant EJB s’insère dans une 
architecture de multi-couche qui n’est pas aussi facile à construire que le modèle 
client-serveur de base. Les applications doivent interagir avec une variété de services 
d’intergiciel. Elles doivent supporter le multi-threading, le partage de ressources, la 
réplication, et la régulation de charge. ([Nor00], [RAJ02], [All00])  
* Caractéristiques du modèle de programmation d’EJB : 
Les caractéristiques principales du modèle de programmation d’EJB  sont : 
l’orientation objets, la répartition d’objets, et les protocoles d’appel de méthode à 
distance. 
Le modèle est orienté objets car il utilise le langage Java. Il est réparti parce 
que la localisation des composants est théoriquement transparente pour le client. Il 
utilise un protocole d’appel de méthode à distance car le client ne peut pas accéder 
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directement au composant, et les accès aux méthodes des composants sont fournis par 
des classes proxies. 
* Architecture générale des composants : 
Les composants EJB sont déployés dans un conteneur dans un serveur EJB. Le 
conteneur assure la liaison entre le client et le composant. Au moment du 
déploiement, qui nécessite une coopération entre le développeur et le conteneur, le 
conteneur crée automatiquement une instance EJB Home pour représenter la classe du 
composant et une instance EJB Object du composant.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Enterprise Bean 
Descripteur de 
déploiement 
EJB Context 
EJB Object 
(vue du 
EJB Home 
(identificateur 
du bean) 
Client 
méthode
create 
find 
remove 
Conteneur Enterprise JavaBeans 
Figure 8. Architecture générale des composants  EJB 
* L’interface EJB Home: 
L’interface EJB Home implante les services de gestion du cycle de vie pour le 
composant : elle est utilisée pour créer, chercher et supprimer les instances de 
composant. Elle est accessible via l’interface du service de nommage JNDI : pour 
chaque classe installée dans un conteneur, le conteneur enregistre automatiquement 
l’interface EJB Home dans un répertoire en utilisant l’API JNDI. Avec JNDI, un 
client peut accéder à l’interface EJB Home. Le conteneur retourne au client une 
interface EJB Object. 
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Figure 9. Interface EJB Home 
* L’interface EJB Object : 
L’interface EJB Object intercepte tous les appels de méthodes métier et 
implante les services de transaction, de gestion d’états, de sécurité, de persistance,etc. 
pour ce composant, en se basant sur les règles prédéfinies dans le descripteur de 
déploiement associé au composant. Un EJB Object représente une vue cliente sur le 
composant EJB. Un EJB Object fournit, apporte toutes les interfaces qui relient 
l’application à l’objet, sauf les méthodes permettant au conteneur EJB de gérer et de 
contrôler l’objet. Chaque fois qu’un client invoque une méthode sur un EJB Object, la 
requête est redirigée vers le conteneur avant d’être déléguée au composant EJB 
correspondant. 
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Figure 10. Interface EJB Object  
* La notion de contexte EJB: 
Pour chaque instance active d’EJB, le conteneur crée un objet contexte (classe 
EJBContext) pour maintenir les informations sur les règles de gestion et l’état courant 
de l’instance de composant. L’état d’un composant peut changer pendant son cycle de 
vie : en conséquence, ce contexte peut changer dynamiquement. On peut considérer 
un contexte comme le support de la communication entre le composant et le 
conteneur. Il représente, pour les EJBs, une façon de réaliser les rappels (callbacks). 
IV.1.3.2 Rôle général du conteneur EJB : 
Ayant la responsabilité de fournir l’environnement aux applications qui 
utilisent les composants EJB et de délivrer tous les services nécessaires pour supporter 
l’architecture EJB, le serveur EJB doit fournir un ou plusieurs conteneurs.  
Chaque conteneur gère implicitement les composants qu’il contient. À son 
tour, il apporte un environnement dans lequel le composant s’exécute. Pour devenir 
des composants réutilisables, les EJB ne doivent pas dépendre d’un serveur 
spécifique, ou d’une fonctionnalité de plateforme particulière. Plusieurs types de 
fonctionnalité côté serveur sont factorisés pour être pris en charge par le conteneur.  
Concrètement, pour chaque composant EJB, le conteneur prend en charge sa 
désignation, il lui fournit une interface à distance,  il crée et supprime ses instances, il 
vérifie la sécurité des accès, il gère son état, et il coordonne éventuellement les 
transactions réparties. Il peut aussi gérer les données persistantes dans ce composant. 
([TS98]) 
Le conteneur contacte le composant EJB par des callbacks. Les callbacks sont 
les méthodes de gestion appelées par le conteneur, et seulement le conteneur, sur les 
EJBs. Il les utilise pour interagir avec le composant, les appelle périodiquement pour 
alerter le composant d'événements importants, permettre au composant d'accéder et de 
modifier son état courant (actuel). 
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Les conteneurs sont des services de l'intergiciel J2EE: ni les EJBs, ni les 
clients ne peuvent accéder explicitement à l'API d'un conteneur.  ([RAJ02] ) 
IV.1.3.3 Types de beans : 
La technologie EJB supporte 3 types de composants : les composants 
temporaires appelés « session bean », les composants  persistants appelés « entity 
bean ». et les composants réactifs activés par message (message-driven beans). (p.62, 
[RAJ02] ) 
* Les composants sessions: 
Les sessions modélisent les processus métier. Une session est créée par le 
client et existe seulement pendant d’une seule interaction client/serveur. Au nom d’un 
client, elle réalise les accès aux bases de données, ou les calculs, ou même les mises à 
jour dans une base de données partagée. Elle n’est pas partagée entre plusieurs 
utilisateurs. Elle peut être transactionnelle, mais elle disparaît après une panne du 
serveur EJB ou une erreur système. Le conteneur peut aussi la supprimer. 
Le conteneur gère l’état d’une session bean. Mais la session elle-même doit 
gérer ses propres données. 
Une session peut être sans état (stateless) ou avec état (stateful).  La forme la 
plus simple d’EJB est une session sans état car il n’y a aucun état qui les différencie 
entre elles, toutes les instances sont identiques. On ne garde les informations sur son 
état que pendant une seule interaction avec le client sous la forme d’un appel de 
méthode. Elle peut contenir des informations communes à tous les clients, mais pas 
pour un client spécifique quelconque. Le conteneur gère leur cycle de vie en créant un 
nombre suffisant de ces composants pour répondre au besoin utilisateur et les 
supprime quand ils ne sont plus nécessaires. Si le client veut utiliser les informations 
de la session, il doit les sauvegarder dans une variable privée utilisée ultérieurement, 
ou il doit choisir l’autre sorte de session: session avec état. 
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3 : ejbCreate() 
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Figure 11. Le cycle de vie d’un session bean sans état  
 
Une session est déclarée avec état si elle maintient des informations d’état 
entre les appels de méthodes. Elles peuvent être passivées ou sauvegardées en 
mémoire secondaire par le conteneur, pour qu’après, elles puissent être réactivées et 
rechargées en mémoire. ([RAJ02] , [TS98], [Nor00]) 
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Inexistant 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
* Les composants entités (Entity beans): 
 ([RAJ02] , partie 2, chap. 5, p.105) 
Les composants entités modélisent les données métier. Ils permettent 
d’accéder via des objets Java à des données persistantes issues de bases de données. 
Un composant entité fournit une représentation de données persistantes 
maintenues stockées dans une ou des bases de données. Une clé primaire permet 
d’identifier une instance d’un composant entité.  
La classe de composant entité projette la définition d’entité en un schéma de 
base de données. C’est le conteneur qui transfère les données entre le composant en 
mémoire et la base de données. Les composants entités peuvent être créés par 
l’insertion directe des données dans la base de données ou par la création d’un objet 
en utilisant la méthode Create. Ils permettent les accès simultanés de plusieurs 
utilisateurs. Ils sont transactionnels, et résistent à une panne du serveur EJB ou à une 
erreur système. 
Les composants entités peuvent gérer eux-mêmes leur persistance, ou 
déléguer ce service au conteneur. Donc, il y a deux sortes de composants entités: les 
composants entités gérés par eux-mêmes (BMP) et les composants entités gérés par le 
conteneur (CMP).  
Pour le BMP (Bean-Managed Persistence), le développeur doit écrire le code 
pour restaurer les champs entre mémoire et base de données, par exemple une BD 
relationnelle ou une BD d’objets. Il doit contrôler les opérations de sauvegarde, de 
chargement, et de recherche dans le composant entité. Il doit utiliser les API 
persistantes qui permettent d’accéder aux BD, comme l’interface JDBC. 
Tandis que pour le CMP (Container-Managed Persistence), le conteneur 
réalise automatiquement toutes les opérations citées ci-dessus. La tâche du 
développeur est allégée.  
Le cycle de vie des composants entités est similaire à celui d’une session 
avec état, sauf qu’il y a des méthodes de sauvegarde/ restauration d’état ou de 
recherche par clé. 
 
 
Figure 12. Cycle de vie d’un session bean avec état 
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etSessionContext()
Méthode 
 métier 
ejbActivate()
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Figure 13. Création d’un entity bean 
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Figure 14. Destruction d’un entity bean
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IV.1.3.4 Processus de déploiement: 
Le déploiement est assuré par le conteneur. Il se compose des étapes 
suivantes : 
- Le développeur crée les fichiers de classe, d’interface et les informations 
de contrôle et archive le tout. 
- Le conteneur analyse les fichiers d’entrée et produit des classes 
nécessaires. 
- Le conteneur ajoute une entrée dans l’espace de nommage JNDI qui 
référence l’objet fabrique (home). 
Les informations de contrôle sont le descripteur de déploiement, les propriétés 
d’environnement et un fichier qui identifie le composant EJB et les fichiers associés 
qui le représentent. 
IV.2 L’architecture d’intergiciel CORBA:  
IV.2.1 L’architecture CORBA de l'OMG: 
L’architecture CORBA (Common Object Request Broker Architecture)  a été 
créée par OMG (Object Management Group). CORBA a pour objectif de fournir un 
environnement interopérable entre plateformes et langages à objets. 
Dans CORBA, les fonctionnalités sont implantées par des objets qui sont 
accessibles aux clients à travers le bus logiciel ORB (Object Request Broker). Pour 
devenir indépendant des langages, CORBA fournit un langage de description appelé 
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IDL (Interface Definition Language) qui définit les interfaces des objets. Les clients 
accèdent aux objets CORBA à distance grâce à un service de nommage. CORBA 
définit le protocole IIOP (Internet Inter-ORB Protocol) comme moyen de 
communication  de bas niveau entre plateformes CORBA. [Nor00] 
IV.2.1.1 Architecture générale: 
CORBA est un intergiciel explicite (défini au II.2 Intergiciel). Il partage 
plusieurs propriétés avec l’architecture basée sur le mécanisme de RMI de Java. 
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Figure 15. Architecture générale de CORBA 
 
Cependant, il y a des différences entre CORBA et l’architecture RMI. CORBA 
est conçu pour une norme d’objets interopérables et éventuellement répartis 
indépendante de tout langage. Sa spécification est plus étendue et détaillée que 
l’architecture RMI, puisqu’en particulier les objets pourront être finalement implantés 
via des langages de programmation différents, des systèmes d’exploitation et des 
machines distincts. 
Par exemple, CORBA spécifie un mécanisme d’invocation dynamique DII 
(Dynamic Invocation Interface) et DSI (Dynamic Skeleton Interface) qui peuvent être 
implantés dans les langages ne possédant pas ces possibilités. 
IV.2.1.2 Le langage IDL : 
Le langage IDL (Interface Definition Language) précise la façon de décrire les 
types d’objets CORBA. Les fonctions et les services de CORBA sont eux-mêmes 
spécifiés dans ce langage. La spécification de CORBA réserve une grande partie pour 
l’IDL pour définir et standardiser la projection d’IDL, en différents langages orientés 
objets, ou non (comme C, C++, Smalltalk, COBOL, Ada et Java).  
Le langage IDL a pour but de spécifier les interfaces des composants, sous la 
forme d’un contrat entre le client et le serveur. ([GGM99]) 
Les principaux éléments du langage IDL sont: 
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- La notion de pragma : fixe les identifiants qui spécifient une désignation 
unique et cohérente des définitions IDL.  L’identifiant prefix fixe l’organisation 
définissant un contrat IDL en utilisant son nom de domaine Internet. L’identifiant 
version définit le numéro de version d’une spécification IDL. 
- La notion de module : définit le contrat d’un composant. Il sert à regrouper 
les types qui ont une fonctionnalité commune et permet aussi de résoudre le problème 
de conflit de noms entre plusieurs spécifications. 
- Les types de données de base : entiers, booléens, réels, caractères, etc. Pour 
le problème d’échange entre les environnements hétérogènes, il existe une norme de 
représentation de ces types. 
- Les constructeurs de types : typedef permet de générer de nouveaux types en 
renommant des types définis, enum définit un ensemble d’identificateurs comme un 
type discret, struct sert à définir une structure regroupant des champs, comme dans C, 
sequence est utiliser pour transférer un ensemble des données homogènes ayant la 
taille fixée à l’exécution et non à la définition comme pour un tableau, ... 
- La notion d’interface : regroupe des attributs et des méthodes fournies par un 
type d’objet CORBA. L’héritage multiple et répété est permis mais une interface ne 
peut pas hériter de deux interfaces qui définissent un même nom d’opération. La 
surcharge n’est pas autorisée en IDL. 
- La notion d’attribut : spécifié par le mot-clé attribut, définit une référence à 
un objet auquel est associé une paire d’opération « set » et « get » pour consulter et 
modifier sa valeur. Si l’on veut consulter seulement la valeur, il faut ajouter le mot-clé 
readonly.  
- La notion d’exception : sert à spécifier une structure de données permettant à 
une opération de signaler une erreur ou un problème exceptionnel qui arrive lors de 
l’exécution d’une opération. 
- La notion d’opération : est défini par une signature qui se compose du type 
du résultat, d’un nom d’opération, d’une liste de paramètres et d’une liste 
d’exceptions. Chaque paramètre est caractérisé par un mode de passage (in, out, ou 
inout), un type et un nom formel. On peut signaler si l’opération est synchrone ou 
asynchrone (oneway).  
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Figure 16. Projection d’IDL vers les langages de programmation 
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Pour projeter un module IDL vers un langage de programmation, il faut avoir 
un fichier source IDL avec l’extension « .idl », par exemple « Trace.idl », et invoquer 
la commande « idlj » pour une projection en langage Java. On aura des fichiers source 
Java dans le répertoire Trace (crée automatiquement) avec les fichiers suivants 
correspondants à chaque interface X ([GQ04]) : 
 
Nom de fichier Description 
X.java Interface Java traduisant l’interface X en IDL 
XHelper.java Implantation de la méthode narrow 
XHolder.java Généré pour les paramètres out et inout 
_XStub.java Implantation du souche client 
XOperations.java Interface implanté par le serveur 
XPOA.java Implantation de Portable Object Adapter 
XPOATie.java Implantation de l’adaptation de type Tie 
 
Tableau  8: Les fichiers correspondants à chaque interface X 
 
IV.2.1.3 Le bus d’objets répartis CORBA ORB (Object Request Broker) : 
Le noyau de CORBA est ORB (Object Request Broker).  
C’est la clé de l’architecture globale de l’OMG, car il prend en charge le 
transport des requêtes entre tous les objets CORBA. Il donne un environnement  
d’exécution aux objets en masquant leur hétérogénéité en terme de langages de 
programmation, de systèmes d’exploitation, de processus et de réseaux. 
Il a les caractéristiques suivantes: 
- Assurer le transport des requêtes quels que soient les langages de 
programmation utilisés pour implanter les objets CORBA. 
- Assurer la transparence de localisation des invocations 
- Permettre l’invocation statique et dynamique 
- Assurer l’activation automatique et transparente des objets (serveur) 
- Assurer l’interopérabilité entre bus CORBA implantés par différents 
fournisseurs. 
Chaque machine participant à une application CORBA doit se connecter au 
bus ORB pour que les processus  s’exécutant sur cette machine puissent interagir avec 
d’autres processus à distance. Le client et le serveur créent les requêtes et les envoient 
à travers l’ORB.  
L’ORB a la responsabilité de localiser les objets grâce à des références 
globales, d’implanter les appels à distance de méthodes dans un contexte hétérogène 
et réparti, d’accéder au dictionnaire d’interfaces IFR (Interface Repository), et 
d’accéder au dictionnaire d’implantations IR (Implementation Repository). 
([GGM99], [GQ04]) 
IV.2.1.4 Les services de CORBA :  
La plupart des applications réparties ont besoin de services «systèmes ». Dans 
CORBA, il existe des services communs (CORBAservices) pour leur fournir ces 
fonctions sous forme d’objets CORBA. On y trouve les annuaires (pages jaunes, 
pages blanches), le cycle de vie des objets, les relations entre objets, les événements, 
les transactions, la sécurité, la persistance, etc. 
Parmi les services cités, le service de nommage est le plus utilisé. Il est 
équivalent des « pages  blanches » pour que les clients à distance puissent réaliser les 
tâches nécessaires via les objets à distance : il assure l’enregistrement aux référentiels 
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d’interfaces ou d’implantation (IFR ou IR), la recherche dynamique sur le bus 
CORBA des objets nécessaires aux applications, la réception d’une référence globale 
(IOR) ou d’un ensemble de références sur critères. ([GGM99]) 
Les objets sont désignés par des noms symboliques, et forment un arbre de 
désignation, ou répertoire de nommage (naming directory). Les objets sont décrits au 
niveau des feuilles. Le nom complet d’un objet doit être spécifié par le chemin à partir 
de la racine jusqu’à la feuille correspondante. 
 
personnel 
secrétariat
assistant
Padiou
objet nommé
enseignant 
professeur 
contexte de nommage 
Figure 17. Un répertoire de nommage 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Chaque noeud racine d’un sous-arbre est appelé « contexte de nommage » 
(naming context) et les objets feuilles ont des liaisons aux noms spécifiques. 
L’interface org.omg.CosNaming.NamingContext représente le type de chaque sous-
arbre dans le répertoire de nommage. Chaque contexte peut être interrogé pour 
chercher un objet dans le sous-arbre correspondant par son nom relatif à ce contexte 
de nommage. Le service de nommage dans CORBA est spécifié par le mot clé 
NameService.  
Pour accéder au service, on doit donc se connecter préalablement au bus selon 
la procédure suivante : 
 
    // creation et initialisation d’un ORB 
    org.omg.CORBA.ORB orb = ORB.init(args, null); 
  
    // obtention du contexte de nommage initial 
    org.omg.CORBA.Object dnsRef =  
orb.resolve_initial_references("NameService"); 
    org.omg.CosNaming.NamingContextExt nc =  
org.omg.CosNaming.NamingContextExtHelper.narrow(dnsRef; 
 
La méthode narrow indique une des différences majeures entre CORBA et 
RMI. Dans l’environnement Java, des bytecodes sont portables et tous les types 
d’objet à distance sont les objets qui peuvent être spécifiés par leur nom complet de 
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classe. Un client RMI peut télécharger automatiquement les bytecodes à partir d’un 
talon dans un serveur, si la classe de talon n’est pas trouvé localement. Tandis que 
CORBA est indépendant de tout langage, donc il n’y a aucune façon de spécifier un 
type d’objet à distance quand un client obtient une référence. Cette référence est 
initialement représentée dans la classe XOperations qui sait comment faire suivre les 
requêtes à son composant serveur. L’application doit typer cette référence en un type 
local correct en utilisant la méthode narrow dans la classe XHelper. Cette méthode 
convertit la référence en un objet (proxy) représentant le contexte de nommage  qui 
contient les informations de la référence à l’objet à distance nécessaires pour 
transférer la requête à l’implantation effective de l’objet. ([FFCM99]) 
IV.2.1.5 Communication Inter-ORB : 
Il existe des protocoles GIOP (General Inter-ORB Protocol) et IIOP (Internet 
Inter-ORB Protocol) pour permettre l’interconnexion de bus CORBA provenant de 
différents fournisseurs dans un contexte CORBA. Les protocoles sont indépendants 
des implantations des ORBs qui s’exécutent, pourvu que ces ORBs soient compatible 
avec la norme CORBA et utilisent un protocole de communication normalisé. Un 
protocole d’inter-ORB prend en charge de transporter entre les ORBs des messages 
qui peuvent être des appels de méthode, des résultats de ces appels, ou des messages 
d’erreur, etc. 
GIOP spécifie une syntaxe normalisée de transfert (par une représentation de 
données du bas niveau) et un ensemble de formats de messages pour la 
communication. Il ne requiert pas et ne se base pas sur un mécanisme de RPC de haut 
niveau. Le protocole est simple, scalable et relativement facile à implanter. 
Mais actuellement le protocole IIOP est préféré car il fournit une implantation 
de GIOP au dessus de TCP/IP et d’Internet, tandis que GIOP n’est qu’un protocole 
générique. Comme GIOP, IIOP définit un format de référence d’objet interopérable 
(IOR : Interoperable Object Reference) ayant la forme suivante : ([GQ04]) 
 
 
Localisation du serveur Localisation de l’objet  
 
 
Localisation 
du serveur 
Protocole 
Inter-
ORB 
Nom 
d’objet
Nom de 
l’adaptateur 
 
 
 
 
 
Type 
d’interface 
IDL ou nom du 
dictionnaire 
Figure 18. Format de référence d’objet interopérable (IOR)  
 
En outre, il y a d’autres protocoles de transport des requêtes comme DCE-
CIOP (DCE Common Inter-ORB Protocol), UDP-IOP (User Data Protocol–Inter 
ORB Protocol) ou Multicast-IOP. ([GQ04], [FFCM99]) 
On peut avoir une interopérabilité entre différentes sortes de protocole. Par 
exemple, dans le schéma suivant : 
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Figure 19. Interopérabilité entre différentes sortes de protocole 
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IV.2.1.6 Adaptateur portable d’objet (POA): 
* Adaptateur d’objet : 
D’après la spécification de CORBA v3.0, l’implantation d’un objet serveur 
interagit avec l’ORB essentiellement via un adaptateur d’objet (Object Adapter) qui 
est le moyen principal pour lui d’accéder au bus CORBA. Cet adaptateur d’objet 
exporte une interface publique pour l’implantation d’objet et une interface privée pour 
le squelette (skeleton). Il est construit au-dessus d’une interface dépendant de l’ORB. 
La figure ci-dessous décrit l’implantation d’un objet : 
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Figure 20. Implantation d’un objet CORBA  
 
Les adaptateurs d’objet assurent les fonctions suivantes : 
- Génération et interprétation des références d’objet 
- Invocation des méthodes côté serveur 
- Sécurité des interactions 
- Activation et désactivation d’objet et d’implantation 
- Liaison des références des objets serveurs 
- Enregistrement des implantations 
Normalement, pour réaliser ses tâches, un adaptateur d’objet maintient ses 
propres états et utilise le noyau ORB sur lequel il se base et d’autres composants si 
nécessaires. Quelquefois, un adaptateur d’objet particulier peut déléguer une de ses 
fonctions au noyau ORB correspondant. 
* Adaptateur portable d’objet (POA) : 
Un adaptateur portable d’objet (POA : Portable Object Adapter) a pour but de 
fournir un adaptateur d’objet qui peut être utilisé par la plupart des objets ORB avec le 
moindre effort de réécriture pour distribuer aux implantations des différents vendeurs. 
Chaque fois que le serveur est déclenché, il est possible d’avoir un servant 
activé et détruit à chaque appel de méthode, un servant séparé pour chaque objet, ou 
un servant partagé pour toutes les instances du type d’objet.  ([OMG04]) 
On observe une phase de création de composant : 
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Figure 21. Une phase de création de composant   
 
IV.2.2 CORBA Component Model (CCM) 
([Sie02], [Raj99], [OMG02], [OMG04]) 
IV.2.2.1 Les caractéristiques de CCM : 
Le point le plus important est d’introduire la notion de composant dans 
l’architecture CORBA. Cette amélioration répond à l’évolution et aussi aux besoins 
du marché. 
Lors de la définition de CORBA 2 par l’OMG, la définition du modèle de 
composant CORBA (CCM : CORBA Component Model) est née et apporte de 
nouvelles possibilités aux développeurs, aux utilisateurs de composants. 
Les trois caractéristiques principales de CCM sont : 
- Un environnement de conteneur qui encapsule les aspects  
transactionnels, la sécurité et la persistance et fournit le support aux 
interfaces et aux événements. 
- Une intégration avec les composants EJB (Enterprise JavaBeans). 
- Un format de distribution logicielle pour le marché des logiciels à 
base de composants CORBA. ([Sie02]) 
IV.2.2.2 Le modèle de composants : 
Il y a deux niveaux pour les composants dans CCM : le composant de base et 
le composant étendu. Les deux sortes sont gérées par des composants fabrique 
(home), mais elles sont différentes en matière de capacité. Les composants de base 
fournissent principalement un mécanisme permettant de faire apparaître un objet 
CORBA classique sous la forme d’un composant ; ils sont très similaires en matière 
de fonctionnalités aux composants EJB. Tandis que les composants étendus 
fournissent un ensemble plus riche de fonctionnalités. 
Un composant supporte la notion de port par lequel les clients et leur 
environnement d’application peuvent interagir avec lui. Il y a 4 types de base de 
ports : la facette, le réceptacle, la source d’événements et le puits d’événements (event 
sink). Les facettes sont des interfaces nommées, fournies par le composant pour 
l’interaction avec les clients. Les réceptacles sont des points de connexion qui 
décrivent la capacité du composant d’utiliser une référence fournie par un agent 
extérieur. Les sources d’événement sont des points de connexion qui émettent des 
événements vers un ou des consommateurs d’événement, ou vers un canal 
d’événements. Les puits d’événement sont des points de connexion sur lesquels des 
événements d’un type spécifié peuvent être produits. 
En outre, il existe des attributs qui sont utilisés pour la configuration de 
composant.  
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Les composants de base n’ont pas de port, mais seulement des attributs. Les 
composants étendus peuvent posséder n’importe quel type de port. 
Chaque composant a une unique référence distincte dont l’interface est 
conforme à la définition du composant. Cette interface s’appelle l’interface de base 
qui permet aux clients de naviguer entre les facettes et de se connecter aux ports. Pour 
les composants de base, l’interface de base est le seul moyen avec lequel le client peut 
interagir. Les autres interfaces fournies par le composant sont référencées comme les 
facettes. 
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 Figure 22. Modèle de composants dans CCM 
 
 
La relation entre le composant et ses facettes a les caractéristiques suivantes : 
- Les implantations des interfaces de facette sont encapsulées par le composant 
et deviennent des parties du composant. 
- Les clients peuvent naviguer entre une facette et l’interface de base. 
- Les clients peuvent déterminer de façon sûre si deux références appartiennent 
à une même instance de composant 
- Le cycle de vie d’une facette est attaché à celui de son composant. 
Un composant est principalement identifié par sa référence, et après, par son 
ensemble de facettes.  Il peut aussi être associé à une clé primaire fournie par la 
fabrique du composant. 
Un composant fabrique (home) est un méta-type qui réagit comme un 
gestionnaire pour les instances d’un type spécifié de composant. Il doit être toujours 
déclaré lors de la déclaration du composant. Ses interfaces fournissent des opérations 
pour gérer le cycle de vie des composant, les associations entre les instances de 
composant et les valeurs des clés primaires. 
Les types de composant sont définis isolément, indépendamment des types des 
fabriques. Cependant, une définition de fabrique doit spécifier exactement le type de 
composant qu’elle gère. Différents types de fabrique peuvent gérer un même type de 
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composant, bien qu’elles ne puissent pas gérer un même ensemble d’instances de 
composant. 
Les opérations dans le composant fabrique sont équivalentes aux méthodes 
statiques ou les méthodes membre des classes dans les langages de programmation. 
IV.2.2.3 Les catégories de composant : 
Il y a 4 catégories de composants. Outre les composants de types de session 
(sans/ avec état), d’entité comme dans les composants EJB, il y a les composants 
« service » et les composants « processus ». 
Un composant « service » est éventuellement associé à un client qui le crée et 
le supprime. Son cycle de vie se limite au traitement d’une requête.   
Un composant « processus » est toujours avec états. Il peut être partagé par 
plusieurs clients. Ses états sont persistants et sauvegardés durant une suite 
d’invocations. Il peut survivre après une panne système ou une erreur. 
IV.2.2.4 Le canevas d’implantation de CCM : 
Le canevas d’implantation des composants (CIF: Component Implementation 
Framework) définit le modèle de programmation pour construire les implantations de 
composant. Actuellement, le CIF est conçu pour être compatible avec le canevas POA 
existant, mais en évitant la complexité aux programmeurs (ou protégeant les 
programmeurs contre la complexité ?), il n’expose directement aucun élément de ce 
canevas. 
La structure et l’état des implantations de composant sont décrits par un 
langage déclaratif CIDL (Component Implementation Definition Language). A partir 
des définitions en CIDL, les squelettes d’implantation sont engendrés, et ensuite sont 
étendus par les constructeurs de composant pour créer des implantations complètes. 
Une définition d’implantation CIDL peut associer un type abstrait de stockage 
à l’implantation du composant, pour que ce type définisse la forme de l’état interne 
encapsulé par le composant. De cette manière, le CIF et l’environnement de conteneur 
coopèrent durant l’exécution pour gérer automatiquement la persistance de l’état du 
composant. 
Une implantation d’un composant se compose d’un ensemble complexe des 
artifacts qui doivent exposer des relations et des comportements spécifiques. Elle est 
décrite par le schéma de composition suivant : 
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implements 
composition <catégorie> <nom_composition> { 
   home executor <nom_exécuteur_home> 
   implements <type_home>; 
   manages <nom_exécuteur>; 
Home de composant 
composant 
Exécuteur de home 
exécuteur 
gérer gérer 
implements 
En CIDL 
Défini implicitement dans composition
Défini explicitement dans IDL/CIDL
En IDL 
Figure 23. Une implantation d’un composant dans CCM 
Défini explicitement dans composition
IV.2.2.5 Le modèle de programmation avec conteneur : 
* Environnement de conteneur : 
Cet environnement est persistant, transactionnel et sécurisé. Pour les 
développeurs, ces fonctions sont pré-emballées (prepackaged), et fournies à un niveau 
d’abstraction plus haut que celui des services de CORBA. 
Les conteneurs connaissent les types d’événements émis et consommés par le 
composant qu’ils contiennent, et fournissent les canaux d’événements pour transporter 
les événements. Les conteneurs surveillent aussi les interfaces émises et utilisées par 
ses composants, et connectent ensemble ces interfaces. Le CCM supporte les 
interfaces multiples, et l’architecture supporte la navigation entre eux. 
* Modèle de programmation avec conteneur : 
Le modèle de programmation avec conteneur est un canevas (framework) 
d’API conçu pour simplifier la construction d’une application CORBA. Il se compose 
des éléments suivants : 
- Les types des API externes (vue du client) : définissent les interfaces du 
composant disponibles à un client. 
- Le type de l’API du conteneur (vue du serveur) : définit les APIs de canevas 
qui comprennent des interfaces internes et des interfaces de rappels (callbacks) 
utilisées par le développeur de composant.  
- Le modèle d’usage CORBA : définit les interactions entre le conteneur et le 
reste de CORBA (le POA, l’ORB, et les services CORBA) et est utilisé pour soit créer 
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soit choisir un conteneur de composant au moment du déploiement. Il est contrôlé par 
les politiques qui spécifient les patrons (patterns) d’interaction avec le POA et les 
services CORBA. Ces politiques sont définies par le CIDL, complétées par 
l’utilisation de XML et utilisées par la fabrique de conteneur pour créer le POA quand 
le conteneur est créé. 
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conteneur
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Composant 
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ORB
transactions sécurité persistance notification 
Figure 24. Modèle de programmation avec conteneur  
Les catégories de composant sont des combinaisons des types des APIs 
externes, du type de l’API de conteneur et du modèle d’usage de CORBA. Le tableau 
suivant montre ces catégories et leurs EJBs équivalents. 
 
Modèle d’usage 
de CORBA 
Type de l’API 
de conteneur 
Clé primaire Catégorie de 
composant 
Type de 
composant 
EJB 
sans état session non Service - 
conversationne
l 
session non Session Session 
durable entité non Processus -  
durable entité oui Entité Entité 
 
Tableau 9. Les catégories de composant CCM et leurs EJBs équivalents. 
 
* Environnement de programmation côté serveur : 
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Les conteneurs de CORBA sont conçus pour être utilisés comme des 
conteneurs EJB. Cela permet à une infrastructure CORBA d’être le support de base 
d’EJB, et permet aussi une implantation plus stable de la spécification d’EJB. 
 et les fabriques sont déployés dans le conteneur avec l’aide 
des ou  spéci nt les artifacts additifs du 
langage e progr s au conteneur et fournissent 
des ser es suiv
- ta-données de configuration 
t 
nit deux formes d’interface :  
tergiciel J2EE. 
 modèles de threads : séquentiels 
(seriali
s comme « single-thread ». 
sait naviguer entre plusieurs 
interfac
nt de la deuxième forme ne peut qu’invoquer les 
fonctio  suppor
 
program ation d
 d’objet 
y Design Pattern) 
herche (Finder Design Pattern) 
ns 
e de sécurité 
t les composants CORBA s’exécutant dans les 
serveur
s EJB sont conçus pour interopérer. 
Les co
* Besoisn pour assurer la compatibilité : 
Les conteneurs ont des mêmes fonctionnalités que les conteneurs d’EJB : créer 
et gérer les instances de composants en exécution, fournir des services à un 
composant. 
Les composants
tils fiques au conteneur. Ces outils engendre
 d ammation et de méta-données nécessaire
vic ants : 
Editer les mé
- Editer les méta-données de déploiemen
- Créer les implantations nécessaires au conteneur pour supporter le 
composant. 
Le conteneur défi
- Les interfaces internes : sont de type interface locale et fournissent des 
fonctions du conteneur au composant. Elles sont similaires à l’interface EJBContext 
dans l’in
- Les interfaces de rappels : sont aussi de type interface locale, invoquées par 
le conteneur et implantées par un composant CORBA. C’est similaire aux rappels  
d’EJB. 
Les composants CORBA supportent deux
ze) et « multithread ». Pour les composants EJB, il faut le modèle sérialisé car 
ils sont défini
*  Modèle de programmation côté client : 
CCM supporte deux formes de clients : avertis ou non de la notion de 
composant.   
Le client averti de la notion de composant 
es (incluant l’interface home) et les fabriques de composant en créant les 
requêtes.  Au contraire, le clie
ns tées par les objets ordinaires CORBA. 
Les deux sortes de clients suivent les mêmes étapes que dans le modèle de
m e composants : 
- chercher l’ensemble initial des références
- utiliser le patron de conception de fabrique (Factor
- utiliser le patron de conception de rec
- utiliser optionnellement les transactio
anism- utiliser optionnellement le méc
- émettre/ consommer les événements 
IV.2.2.6 Intégration avec l’intergiciel J2EE : 
* Besoin de compatibilité avec J2EE : 
La compatibilité entre CCM et J2EE a pour but de permettre la création 
d’applications réparties qui mixen
s de composant CORBA, avec les composants EJB s’exécutant dans les 
serveurs basés sur la technologie J2EE. Cette compatibilité permet au développeur de 
réutiliser les composants existants. 
Les composants CORBA et les composant
mposants EJBs peuvent réagir comme les composants CORBA et peuvent être 
installés dans un conteneur de composants CORBA.  
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Il faut avoir un protocole d’interopérabilité entre les composants CORBA et 
les composants EJB pendant le développement et l’exécution : 
- Une vue à partir d’un composant CORBA sur un EJB doit convenir (être 
compatible) avec  la spécification de la projection EJB -> CORBA. 
s accessibles aux clients de l’autre type de deux 
façons par la création des liaisons pendant le développement et par la translation 
d’appel des méthodes à l’exécution. 
e serveur et le conteneur. En 
réalité, rs peuvent implanter l’API 
de cont
s de types de conteneurs : conteneur de service, de session, d’entité, etc. 
es de composants : composant de service, de 
process
surtout, le plus important, c’est l’interopérabilité au niveau langage : Les 
composants CORBA peuvent être écrits dans plusieurs langages et supporter plusieurs 
interfaces. 
- Une vue à partir d’un EJB sur un composant CORBA doit convenir avec la 
spécification d’EJB. 
Si une application utilise tous les deux types de composants EJB et CORBA, 
chaque composant doit être déployé dans les conteneurs qui correspondent à son type. 
Les composants d’un type sont rendu
: 
 
 
 Client CCM 
pont 
 
 Vue 
 
 
 
 
 
 
 
 
 
 
 
 
 
de 
CCM
Client 
EJB 
EJB 
 
 
 
* Comparaison avec EJB : 
D’après [RR99], les notions utilisées dans l’architecture de CCM sont très 
similaires à celles d’EJB : composant serveur, conteneur, composant session (sans/ 
avec état), composant entité, persistance géré par conteneur/ composant, services 
comme service de transaction, de sécurité, de persistance, etc. La préparation et le 
déploiement utilisent aussi des descripteurs XML. La façon d’implanter une API de 
conteneur via les services d‘objets de CORBA est bien définie dans la spécification de 
CCM pour permettre de faciliter les interfaces entre l
 car EJB est un sous-ensemble de CCM, les vendeu
eneur EJB via les services d‘objets de CORBA. 
Cependant, il y a quelques différences dans CCM : 
- Plu
- De même, de nouveaux typ
us. 
- Un descripteur d’assemblage 
- Et 
Conteneur 
Client 
CCM 
Client EJB
pont 
Vue  
d’EJB
CCM 
Conteneur EJB 
Contrat 
composant/
 conteneur
Figure 25. Interopération dans un environnement mixte 
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IV.2.2.7 Architecture du conteneur de composant : 
* Serveur de composant : 
Un serveur de composant est un processus qui inclut un nombre arbitraire de 
conteneurs. 
* Catégories de conteneur : 
Pour supporter la création des canevas définis par les utilisateurs, les 
conteneurs sont classifiés en se basant sur 4 catégories de composants avec leurs types 
d’API de conteneur associés, sur 2 catégories de conteneur pour les types d’API 
d’EJB, et une catégorie de conteneur générique : conteneur de service, de session, de 
processus, d’entité, d’EJBSession, d’EJBEntity et conteneur générique. 
Chaque catégorie de conteneur gère le composant du type correspondant, sauf 
que le sconteneur générique  rend toute  les interfaces de CORBA disponibles à une 
implan
ion d’une opération f sur 
un composant C, dans un conteneur de service. L’invocation d’une opération sur un 
conteneur d’un autre type est un peu différente. ([OMG02]) 
tation sans restriction, c’est-à-dire il exporte directement toutes les fonctions 
CORBA au développeur de composant. 
* Invocation d’une opération : 
La figure suivante exprime les étapes d’une invocat
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client ORB client HomeFinder Home 
Registration 
C 
Résultat de f
release servant 
post_invoke 
invoke(f)
C
lookup servant 
pre_invoke 
ServantLocator
POAC.f
Home
CHome.create
CHome
HomeFinder.find_home_by_type(CHome)
ComponentHomeFinder 
resolve initial references 
register home(CHome)
C_impl
 
Figure 26. Invocation d’une opération  
IV.3  Modèle de composants Fractal : 
Le modèle de composants Fractal est proposé par ObjectWeb. ObjectWeb est 
une communauté de sociétés de logiciels « open-source », créée à la fin de l’année 
1999 par Bull, France Télécom R&D et INRIA, et destinée au développement des 
intergiciels « open-source », sous la forme de composants souples et adaptables.  
Depuis 2002, ObjectWeb évolue en un consortium international qui se situe  à 
l’INRIA. [Obj04a] 
IV.3.1  Définition de Fractal: 
On peut parler de Fractal comme d’un projet, ou comme d’un modèle à 
composants ou comme d’un canevas (framework). 
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Le projet Fractal se compose de 4 sous-projets : modèle, implémentations, 
composants et outils. [Obj04b].  
Le plus souvent, Fractal est défini comme un modèle à composants modulaires 
et extensibles qui peut être utilisé avec différents langages de programmation pour 
concevoir, implanter, déployer et reconfigurer des systèmes et des applications. Les 
concepteurs envisagent d’appliquer leur modèle de composants pour développer, aussi 
bien des systèmes d’exploitation que des plateformes d’intergiciel ou des interfaces 
usagers. ([Obj04b], [Bru04]) 
Fractal propose aussi un canevas en Java qui supporte la programmation 
orientée composants. C'est un canevas ouvert qui comprend un noyau et de 
nombreuses extensions. Le noyau définit les concepts de base et les APIs nécessaires 
pour la programmation des composants basés sur le modèle Fractal. Les extensions 
définissent des concepts supplémentaires qui étendent le noyau pour permettre  
différentes formes de composition, la configuration et l’administration des 
composants.  [BCS02] 
IV.3.2  Objectifs: 
L’objectif du modèle de composants Fractal est de réduire le coût de 
développement, de déploiement et de maintenance des systèmes logiciels en général, 
et particulièrement, des projets ObjectWeb.  
Les auteurs veulent répondre aux demandes clés sur la composition des 
composants et le dynamisme modélisant les évolutions d’un système basé sur les 
composants. En effet, Fractal offre une composition logicielle récursive, réflexive, 
dynamique, et en même temps, la possibilité de partage. ([Obj04b], [BCS02]) 
IV.3.3  Composant Fractal : 
Le composant Fractal a un ensemble ouvert de possibilités de contrôle. C’est 
un système extensible de relations entre des concepts bien définis et des APIs 
correspondantes qu’un composant peut implanter ou non, selon le niveau de contrôle. 
[BCS04] 
IV.3.3.1 Niveau le plus bas : 
Un composant Fractal est une entité d’exécution qui ne fournit aucune 
possibilité de contrôle aux autres composants, et donc, se comporte comme un objet. 
IV.3.3.2 Niveau d’introspection : 
Un composant Fractal peut fournir des fonctions d’introspection et une 
interface standard qui permet de découvrir toutes ses interfaces externes, qui 
constituent ses frontières. 
• Structure externe de composant : 
Le patron de conception « séparation des aspects », dont le principe 
« séparation de l’interface et de l’implantation », est fortement utilisé dans Fractal.  
Dépendant du niveau d’observation, un composant peut être vu comme une 
boîte noire ou une boîte blanche. 
Dans le 1er cas, ses seuls détails visibles sont les interfaces externes classifiées 
en 2 types : interface client et interface serveur. Les interfaces peuvent être 
introspectées par deux interface de langages : l’une pour récupérer la liste des 
interfaces du composant, et l’autre pour introspecter les interfaces elles-mêmes. 
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composant interface client
interface client
interface serveur 
Figure  27. Vue externe d’un composant Fractal 
 
 
 
 
 
 
 
 
 
IV.3.3.3 Niveau d’introspection et de configuration/ reconfiguration: 
Outre la capacité d’introspection, un composant Fractal peut fournir des 
interfaces de contrôle pour reconfigurer dynamiquement ses propriétés. 
• Structure interne de composant : 
Un composant Fractal est structuré en deux parties : un contrôleur et un 
contenu. 
Le contenu du composant se compose des autres composants, appelés sous-
composants, sous le contrôle du composant enveloppant. Le modèle Fractal est ainsi 
récursif et permet aux composants d’être imbriqués à un niveau arbitraire. Un 
composant qui expose son contenu est appelé composant composite. Un composant 
qui n’expose pas son contenu, mais a au moins une interface de contrôle, est appelé 
composant primitif. Un composant sans interface de contrôle est appelé composant de 
base. 
Un contrôleur d’un composant peut avoir des interfaces externes et internes. 
Les interfaces externes sont accessibles de l’extérieur du composant, tandis que les 
interfaces internes ne sont accessibles que par les sous-composants du composant les 
englobant. Une interface fonctionnelle est celle qui correspond à une fonctionnalité 
requise/fournie d’un composant, tandis qu'une interface de contrôle est une interface 
serveur qui correspond à un aspect non-fonctionnel, tels que l'introspection, la 
configuration ou reconfiguration, etc. 
Le contrôleur d’un composant peut : 
- Fournir une représentation explicite d’un sous-composant de ce composant. 
- Intercepter les invocations venant et sortant d’un sous-composant de ce 
composant. 
- Superposer un comportement de contrôle au comportement des sous-
composants, incluant suspension, définition de points de reprise, et reprise des 
activités de ces sous-composants. 
Chaque contrôleur de composant peut alors être vu comme une implantation 
d’une sémantique particulière de composition des sous-composants du composant.  
Un composant peut apparaître dans les contenus des composants enveloppants 
distincts (il est partagé par ces composants). Un tel composant est soumis au contrôle 
des contrôleurs respectifs de ses composants enveloppants. La sémantique exacte est 
déterminée par le composant qui enveloppe tous les composants convenables dans la 
configuration. 
Une liaison (binding)  est un chemin de communication entre les interfaces de 
composant.  Le modèle Fractal différencie les liaisons primitives et les liaisons 
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composites. Une liaison primitive est une liaison entre une interface client et une 
interface serveur, dans un même espace d’adresses (c’est pourquoi elle correspond à 
une liaison locale), et signifie que les invocations émises par l’interface client 
devraient être acceptées par l’interface serveur spécifiée. Il existe 3 catégories de 
liaison primitive : liaison normale, liaison d’export et liaison d’import (figure ci-
dessous). 
Une liaison composite est un chemin de communication entre un nombre 
arbitraire d’interfaces de composant. Ces liaisons sont représentées comme un 
ensemble de liaisons primitives et les composants de liaison (binding components) 
tels que talons, squelettes, adaptateurs, ... qui sont appelés aussi les connecteurs dont 
le rôle est moins important que celui des concepts de composant et d’interface. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure  28 . Vue interne d’un composant Fractal 
interface 
externe 
contrôleur
import binding
export 
binding 
interface 
interne 
sous-composants
normal binding
contenu
• Configuration et reconfiguration : 
La configuration de Fractal est basée sur un langage ADL. Le langage ADL de 
Fractal est fortement typé.  
Pour définir une architecture de composants, il faut tout d’abord définir les 
types de composant. Un type de composant est un ensemble de types d’interface du 
composant. Chaque  type de composant doit spécifier les composants qu'il fournit et 
ceux qu'il utilise. 
Ensuite, les composants sont définis : chaque composant primitif par son type 
et la classe Java l’implantant ; et chaque composant composite par ses sous-
composants et les liaisons entre ces sous-composants.  
Pour une reconfiguration dynamique, il faut une solution générique qui assure 
la gestion des cycles de vie et l’introspection. Actuellement, la reconfiguration 
dynamique est difficile et n’est pas encore complètement résolue dans Fractal. La 
gestion des états n’est pas encore spécifiée. 
• Gestion des cycles de vie: 
La gestion des cycles de vie est séparée des aspects fonctionnels (pour éviter la 
surcharge provoquée par cette gestion si ce n’est pas nécessaire d’avoir une 
reconfiguration dynamique), grâce à un intercepteur. 
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• Introspection : 
L’introspection est réalisée par les contrôles d’attribut, de liaison, et de 
contenu de composant, grâce à des interfaces particulières de contrôle. 
IV.3.4  Contingence et cardinalité: 
La contingence d’une interface indique si la fonctionnalité correspondant à 
cette interface est garantie être disponible ou non, pendant l’exécution du composant. 
- Si l’interface est obligatoire (mandatory) : oui. 
- Sinon (elle est optionnelle) : non. 
La cardinalité d’une interface de type T indique combien d’interfaces de type 
T un composant donné peut avoir. 
- La cardinalité singleton signifie qu'un composant donné doit avoir 
exactement une seule interface de type T. 
- La cardinalité collection signifie qu'un composant donné peut avoir un 
nombre arbitraire d’interfaces de type T. 
IV.3.5  Instanciation de composant: 
L’instanciation de composant est réalisée par une fabrique (factory) ou un 
patron (template). 
Le modèle Fractal différencie deux catégories de fabriques :  
- Fabrique générique : qui crée plusieurs types de composants 
- Fabrique standard : qui crée un même type de composant pour tous les 
composants. 
Les fabriques sont créées par un composant « mère », le composant de 
bootstrap. 
Un patron est une catégorie spéciale de la fabrique standard. Les composants 
créés par un composant de patron doivent avoir des mêmes interfaces client et 
interfaces serveur que le composant de patron, mais peuvent avoir des interfaces de 
contrôles arbitraires. 
IV.4 Conclusion : 
Les modèles à composants sont un succès industriel. Ils sont efficaces, 
fonctionnels et facilitent le développement d’applications réparties, hétérogènes qui 
soulèvent des problèmes d’interopérabilité, de déploiement et requièrent un cycle de 
vie très court pour les objets [Est]. 
Les architectures à composant sont riches et sont de plus en plus sophistiquées, 
grâce à la concurrence entre les grandes sociétés informatique et la pression des 
utilisateurs.  
Cependant, ces modèles à composants n’ont pas de modèle hiérarchique et 
leurs formalismes restent limités [Est]. 
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Conclusion de la 1ère partie 
 
 
A travers cette étude des techniques d’adaptation proposées au niveau 
recherche et offertes par les integiciels à composants, nous avons pu constater que les 
solutions proposées ont pour objectif premier de faciliter la conception, le 
déploiement et l’usage de composants par les concepteurs, assembleurs et déployeurs 
d’application. 
Ainsi, par exemple, beaucoup de techniques permettent une adaptation 
dynamique du composant compte tenu des ressources disponibles, des performances 
attendues, des contraintes de sécurité, etc. 
Nous pensons qu’il peut être intéressant d’introduire des mécanismes 
d’adaptation associant les clients applicatifs dans la mise en place d’un schéma global 
d’adaptation. Cette approche fait donc l’objet de la deuxième partie de cette thèse. 
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2EME PARTIE 
 
 
 
 
 
SÛRETE DE SERVICE 
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Introduction de la 2e partie 
 
L’utilisation d’un composant peut être très différente selon l’expertise et/ ou 
les besoins précis des utilisateurs. Nous proposons donc une approche à l’adaptation 
de composant centrée sur l’utilisation qui en est faite. 
Après une description du cadre considéré pour l’adaptation, nous présentons 
l’architecture générale du service d’adaptation proposé. 
Ce service est basé sur la spécification des propriétés que l’utilisation attend 
du service sous la forme du profild’usage. 
La mise en œuvre du service repose sur la possibilité d’instrumenter les 
composants qui restent néanmoins des boîtes noires. Cette possibilité est offerte par 
un service spécifique de supervision des composants. 
L’architecture d’adaptation est enfin complétée par la conception d’un service 
de sûreté de service. 
Une étude de cas illustre quelques aspects de l’approche proposée pour 
montrer sa faisabilité. 
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Chapitre V  
 
CADRE PROPOSE  POUR L’ADAPTATION  
V.1 Besoins utilisateurs : 
Les systèmes informatiques se répandent de plus en plus dans les domaines 
d’applications les plus divers. C’est pourquoi ils doivent eux-mêmes changer pour 
s’adapter à ces demandes de plus en plus variées. Les applications doivent être fiables, 
réutilisables et adaptables, sans nécessiter l’arrêt des systèmes existants. La 
technologie des composants est largement utilisée car les composants peuvent être 
déployés, réutilisés et assemblés pour former de nouveaux systèmes plus complexes. 
Les composants sont développés dans un environnement de développement et 
déployés dans un environnement d’utilisation. Cependant, les demandes des 
développeurs de composants pour assembler un système de composants peuvent ne 
pas correspondre exactement aux besoins des utilisateurs. [Kan02]  
Pour les systèmes à composants, une hypothèse fréquente relative aux 
spécifications de composants [Sha99]  est qu’elles sont : 
+ complètes : tout ce qu’il est nécessaire de connaître sur les composants est 
spécifié correctement et de façon exhaustive. 
+ homogènes : écrites dans une seule notation, un seul formalisme. 
+ statiques : écrites une fois, utilisées sans limite fixée de validité. 
Les propriétés d’usage souhaitées par un utilisateur peuvent prendre 
différentes formes. On peut aborder deux aspects :  d’une part sur la qualité de service 
qui est l’expression de critères quantifiables portant sur les traitements réalisables par 
le composant et d’autre part sur qualité des informations gérées ou échangées entre 
l’utilisateur et le composant. 
V.2 Réponses actuelles à ces besoins : 
Il existe de très nombreuses plates-formes, langages de programmation, 
langages de description d’architecture, formalismes de conception, de modélisation, 
de programmation, … Donc, il faut une norme (standard) pour chaque type d’outil. 
Mais le problème est qu’il y a beaucoup de normes. Les hypothèses abordées à V.1  
sont trop fortes, trop contraignantes, car généralement les spécifications des 
composants en réalité sont: 
+ incomplètes: on ne peut prévoir tous les aspects d’un composant dont les 
autres composants dépendent. 
+ hétérogènes: en raison de : 
- Différents aspects à spécifier : fonctionnel, structurel, non-fonctionnel, 
etc (pour les infos), entier, formule, texte (pour les valeurs). 
- Plusieurs normes de représentation 
- Différences sémantiques, même dans une norme 
- Différents besoins des différentes classes 
+ dynamique: il y a très souvent des propriétés ou des comportements à ajouter  
ou à modifier . [Sha99]  
Les concepteurs d’application doivent bien assimiler les classes pour que les 
changements n’affectent pas la structure du système spécifié par le concepteur de 
composant.  
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Pour surmonter la différence entre les besoins utilisateurs et les outils 
proposés, on a essayé de nombreuses solutions. On peut les différencier en trois 
catégories :  
- évolution du logiciel : le concepteur de composant modifie le composant 
logiciel qu’il a conçu, 
- adaptation : le concepteur de l’application adapte un composant pour une 
utilisation, 
- personnalisation (customization) : le concepteur de l’application choisit les 
options à partir d’une liste pré-définie.  
V.3 Adaptation de composant par le client: 
Normalement, l’adaptation d’un composant, ou d’un ensemble de composants, 
est réalisée entre ce composant/ cet ensemble et son environnement d’exécution : 
structure d’accueil pour réaliser l’adaptation à une plateforme, conteneur pour 
apporter au composant des services système de base (J2EE [MYK01], [Bri02] ; CCM 
[Mis99]), ou encore spécialisation du code des composants [MWP01].  
Dans cette thèse, nous voudrions envisager l’adaptation du composant à ses 
contextes d’utilisation. Ainsi, il s’agit d’une bonne utilisation des composants du 
point de vue de l’utilisateur, davantage que du point de vue du concepteur, de 
l’installateur ou de l’administrateur de composants. 
L’adéquation entre le service proposé par le composant et son usage est une 
question cruciale du point de vue de la réutilisabilité. Cette question peut être 
développée sous divers aspects : définition, composition et association de services aux 
composants [BMO02], spécification et courtage des services proposés et requis, 
contrôle statique ou dynamique de l’écart entre service attendu et service fourni, 
spécification et gestion de la liaison entre composant et application, définition et 
utilisation de méta-protocoles pour mettre cette liaison en œuvre dynamiquement 
[GGM99]. 
Nous abordons cette question sous l’angle suivant : au lieu de considérer et 
gérer des spécifications élaborées par les concepteurs de composants, nous proposons 
à partir d’une expression de l’utilisation, qui est nommée « profil» et fournie selon un 
point de vue proche de l’utilisateur final, un service d’adaptation pour contrôler la 
compatibilité du composant avec ce profil. 
L’idée, que l’on peut rapprocher de l’argument classique de bout en bout, est 
que la connaissance du contexte d’utilisation est nécessaire pour interpréter et adapter 
correctement le comportement du service utilisé, et que cette connaissance ne peut pas 
être anticipée ou intégrée au moment de la conception du composant. Le concepteur 
du composant ne peut pas (pratiquement par définition) prévoir l’ensemble de ses 
réutilisations possibles. L’adaptation au contexte d’utilisation paraît devoir être 
réalisée de manière dynamique, et spécifiée de manière externe au composant sous la 
forme d’un profil d’usage. 
Plus largement, il s’agit d’offrir la possibilité d’articuler le comportement 
défini par le concepteur du composant et celui qui est lié à son utilisation. Ce service 
est conçu comme une couche d’interposition, entre l’application utilisatrice et le 
conteneur du composant [Kra01]. Il peut s’avérer utile de plusieurs façons: 
+ pour contrôler dynamiquement le comportement du composant, en le 
restreignant, afin de garantir des propriétés fixées arbitrairement et a posteriori par 
l’utilisateur (sûreté de service).  Cette exploitation du mécanisme peut être vue 
comme une extension de la notion de bac à sable. 
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+ pour adapter le service assuré par le composant, en associant un traitement 
aux propriétés définies le profil, ce qui peut permettre de composer (ou de superposer) 
le comportement du composant avec un comportement défini par l’utilisateur. Cette 
exploitation du mécanisme d’adaptation peut être vue comme une extension du 
mécanisme classique d’exception. 
+ pour permettre l’évolution dynamique du service assuré par le composant : il 
serait ainsi possible de modifier ou de compléter un composant en lui attachant 
systématiquement un profil donné. Les clients n’accèdent pas directement aux 
composants, mais à travers d’une couche qui intercepte les requêtes clientes et après, 
les délègue vers le composant le plus convenable. 
V.4 Démarche : 
V.4.1  Définition du profil d’usage: 
Un profil d’usage peut être défini par une méta-modélisation des conditions, 
des réactions et des échéanciers exprimés par l’utilisateur : 
+ méta-modélisation des conditions : des opérandes gauches et droites (surtout 
les opérandes gauches) abordent les attributs d’aspects fonctionnels et non-
fonctionnels et doivent être génériques. Un opérande peut paramétrer un 
aspect quelconque par un nom, un type, une valeur qui sera évaluée par une méthode 
dans une classe prédéfinie. 
+ méta-modélisation des réactions : Similairement, une réaction peut être 
modélisée par le paramétrage en un nom de méthode et un nom de classe contenant 
cette méthode-là. 
+ méta-modélisation des échéanciers : pour indiquer à quel moment une 
réaction sera provoquée. 
V.4.2 Définition du service de supervision des composants : 
Chaque composant a un intercepteur pour le superviser. Le service de 
supervision des composants (SSC) se compose des classes supports qui assurent la 
création et les fonctionnalités des intercepteurs. 
V.4.3 Définition du service de sûreté de service : 
Le service de sûreté de service (SSS) joue le rôle d’un gestionnaire des profils 
d’usage. Il aide aux clients à créer leurs profils, à réaliser leurs besoins en provoquant 
les traitants spécifiés dans le cas où les conditions correspondantes sont invalides. En 
outre, il trace les opérations du système pour fournir aux clients les informations sur 
l’état et le comportement des composants du système grâce auxquelles les utilisateurs 
ont une compréhension profonde sur le système pour construire mieux leurs profils et 
adapter les composants du système. 
V.4.4 Lancement de l’application avec adaptation des composants : 
L’adaptation des composants  est réalisée par l’exécution des services SSC et 
SSS. Le client contacte ces services à travers une interface de programmation ou via 
une interface homme-machine pour consulter l’état du système, pour créer le profil 
d’usage et lancer l’application avec ce profil. Il peut aussi demander de supprimer son 
profil créé. 
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Chapitre VI  
 
PROFIL D’USAGE  
VI.1 Notion: 
Normalement, une application est conçue par le concepteur d’application ou le 
concepteur de composant, et est développée par le programmeur. L’utilisateur doit 
s’accommoder de l’application créée.  
Nous pensons que l’utilisateur doit avoir un rôle plus actif. Il doit pouvoir 
énoncer ses souhaits tant dans le domaine métier, que dans la qualité des services liée 
aux aspects non-fonctionnels. Ces souhaits seront décrits dans un profil d’usage. 
Un profil permet de spécifier l'usage des composants par un client. Par 
exemple, nous considérons le profil Institution qui définit le comportement d'une 
institution en tant que cliente à la fois du composant serveur Central et des autres 
institutions. 
La définition d'un profil comporte les éléments suivants : 
- les composants référencés par l'usager ; 
-    un (des) scénario(s) d'usage défini(s) par l'usager : il s'agit de contraindre 
ici les appels de méthodes sur les composants référencés par l'usager. On utilise la 
notion de causalité pour décrire les propriétés de sûreté dans l'ordonnancement des 
opérations exécutées par l'usager. Pour les propriétés de vivacité, on utilise 
simplement des directives précisant si une opération est finalement appelée une seule 
fois (once), appelée au moins une fois (at_least_once) ou au plus une fois 
(at_most_once). On définit un ordre partiel entre ces opérations dans la mesure où 
l'usager aura un comportement particulier lors de chaque exécution. Néanmoins, les 
relations d'ordre partiel entre appels de méthodes spécifient un profil dynamique 
d'usager. 
- des contraintes pouvant porter sur plusieurs aspects non fonctionnels. Ici, on 
considère des contraintes temporelles et/ou de performance ; 
À titre d'exemple, le profil d'un usager institution vis-à-vis du serveur central 
et des autres institutions pourrait prendre la forme suivante : 
 
Profil Institution = { 
   Use = { Central_de_Change Central ; } 
   Object   c : Changeur (d1,d2) ∈ self ; 
   Scenario = { 
       forall a ∈ Central.Disponibles(d1,d2) : 
                    a.Combien < c.modifierTaux(*) ; 
       once Central.Enregistrer(c) ;; 
       forall a ∈ Central.Disponibles(d1,d2) : 
                    at_least_once a.Combien(*) ;     } 
   Constraints = { 
     rate(c.setTaux)<2/h ;; 
     date(Central.Reprendre(c))-date(Central.Suspendre(c))<1h ; 
     rate(Central.Suspendre(c))<2/j ;    } 
} 
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Un usager institution utilise le composant serveur central (clause use). Le 
scénario indique qu'une institution interroge toutes les autres institutions pour 
connaître les changeurs qu'elles offrent pour un couple de devises avant de modifier 
éventuellement son propre taux de change pour ce couple. Tous les changeurs de 
l'institution seront enregistrés (clause once) et toutes les institutions proposant le 
couple de change fixé seront interrogées (clause at_least_once). Les contraintes 
précisent des restrictions temporelles sur le déroulement des opérations.  
VI.2 Contenu : 
VI.2.1 Généralité : 
Nous proposons la notion de profil d’usage pour décrire les besoins utilisateurs 
vis-à-vis du composant. Ce profil aide à réaliser l’adaptation du composant, à réduire 
l’écart entre le concepteur du composant, le développeur de l’application et 
l’utilisateur final (end-user). 
Le profil doit permettre à l’utilisateur de caractériser les comportements 
attendus, possibles, ou anormaux du composant au regard de l’utilisation particulière 
qu’il en fait, ainsi que les adaptations demandées au comportement du composant. 
Le choix d’un point de vue utilisateur favorise l’expression de propriétés :  
– globales, c’est-à-dire, exprimées non pas relativement à l’architecture 
(fonctionnelle) du composant, ou à la spécification de son déploiement (autres 
aspects), mais relativement à l’utilisation du service dans son ensemble, typiquement 
au niveau d’une session, d’une suite d’interactions sémantiquement corrélées.  
– définies de manière abstraite, c’est-à-dire en référence à l’univers de 
l’utilisation davantage qu’à l’univers de l’implémentation, dans un langage distinct 
des langages de mise en œuvre, et selon une vue «isolée», restreinte à la 
représentation que l’utilisateur a du service.  
Le contenu d'un profil consiste donc à énoncer une liste de triplets combinant 
la condition à évaluer, la réaction à déclencher si la condition devient fausse et 
l'échéancier associé à l'évaluation des conditions : 
        Profil= liste des triplets (condition, réaction, échéancier) 
VI.2.2 Spécification du profil : 
Tout d’abord, le nom du profil et l’identité du propriétaire de profil doit être 
spécifiés par les mots-clés Profil et Identity. Le nom du module de l’application doit 
être précisé (Base) pour connaître à partir de quel module IDL le profil est construit. 
Les noms des composants (interfaces) utilisés sont indiqués par Object. Pour faciliter 
la compréhension sur ce qui se passe avec les composants, le mot-clé Scenario est 
utilisé (avec « < » comme l’opérateur chronologique « avant »).  
Les mots-clé Mesure, Condition et Triplets spécifient respectivement les 
mesures, les conditions et les triplets construisant le profil. Pour exprimer les 
opérandes des conditions, quelques mots clés sont introduits : 
forall (pour tout), runtime (durée ou d’exécution d’une méthode), last-
time (dernier moment d’exécution), value (valeur de retour d’une méthode), exist (il 
existe), not exist (il n’existe pas), now() (au moment en cours), once (une seule fois).  
Les opérateurs de base comme les comparaisons algébriques (<, >, =, ..) , les 
opérateurs arithmétiques et logiques (and, or, not), etc sont également introduits. 
L’utilisation des mots clés at_least_once, at_most_once, Use est introduite au 
paragraphe VI.1. 
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VI.3 Conditions : 
VI.3.1 Typologie des conditions : 
Les conditions sont classifiées selon deux dimensions : l’une est basée sur le 
service, sur l’interaction entre le composant et l’utilisateur, et sur le contexte 
d’exécution du composant, et l’autre sur la sémantique et l’utilisation du composant. 
Ces deux axes reflètent complètement toutes les formes de conditions qui 
montrent que l’utilisateur s’intéresse à plusieurs niveaux, à plusieurs aspects d’une 
application. 
Le tableau ci-dessous décrit cette typologie : 
 
                      Niveau → 
Domaine  ↓ 
Sémantique Utilisation 
Sur le service - spécialisation du service 
 
- aspects fonctionnels: 
seuils de pertinence, de 
qualité des réponses … 
- aspects non fonctionnels : 
sécurité, persistance, 
atomicité, disponibilité de 
service (fiabilité, 
réparabilité), fréquence de 
méthode … 
Sur l’interaction - définir des scénarios/ 
protocoles à une utilisation 
 
- continuité : temps de 
réponse (gigue, bornes), 
débit, délai, fréquence 
Sur le contexte d’exécution 
du composant 
- définir une politique de 
service locale basée sur des 
classes utilisateurs 
- définir des références 
d’objet, des attributs 
d’objet et leurs validités 
- historique (log) des appels 
aux méthodes du 
composant (-> contrôler le 
nombre d’accès/ méthode) 
- charge du serveur 
- rentabilité : utilisation des 
ressources, demande de 
service 
Tableau 10. Typologie des conditions 
 
VI.3.2 Les conditions sur le service du composant : 
Les conditions de cette catégorie  expriment sémantiquement la spécialisation 
du service du composant. Elles peuvent présenter les aspects fonctionnels comme : 
- les seuils de pertinence : 
- les seuils de qualité de réponses 
Elles peuvent aussi introduire les aspects non-fonctionnels comme : 
- la disponibilité de service 
- la sécurité 
- la persistance 
- l’atomicité 
- la fréquence de méthode 
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VI.3.2.1 Les conditions sur les aspects fonctionnels : 
Les aspects fonctionnels expriment l’activité métier de l’application. 
L’utilisateur veut connaître bien cette activité en recevant de bonnes réponses. Il veut 
proposer des seuils de pertinence et des seuils de qualité de réponses, comme un 
moyen pour évaluer la fonctionnalité du service qui lui est fourni. 
* Seuils de pertinence : 
Toute réponse s’accompagne d’un index de pertinence. Les seuils de 
pertinence minimaux permettent à l’utilisateur de demander au système de ne pas 
afficher les réponses dont l’index  est inférieur au seuil spécifié. 
* Seuils de qualité de réponses : 
Les réponses doivent avoir un contenu exact, riche, et une présentation 
ergonomique, agréable à regarder. Les seuils de qualité de réponses  aident 
l’utilisateur à les acquérir de façon satisfaisante. 
 
La suite de cette section envisage quelques conditions relevant de cet aspect. 
Ces conditions s’appuient sur des critères, qui s’inspirent de [Bas90], et sont utilisés 
pour évaluer la pertinence et la qualité des réponses en se basant sur la qualité des 
données dans une application: 
VI.3.2.1.1. Cohérence : 
Les données doivent être cohérentes malgré le temps et le lieu d’accès. Il faut 
garantir les contraintes d’intégrité selon les règles organisationnelles et 
opérationnelles déterminées par les utilisateurs. 
Quand les données sont dupliquées dans un système réparti, on peut avoir à 
garantir une forme de cohérence forte ou faible entre les copies selon les contraintes 
applicatives.  
 
Exemple: 
La liste A des étudiants recevant des bourses au Service de Formation et la 
liste B des étudiants recevant des bourses au Service de Financement (qui fournit les 
bourses aux étudiants) doit être la même. Sinon, un étudiant peut continuer à gagner la 
bourse même après avoir échoué aux épreuves. 
Condition ⇒ Réaction:  
Si l’étudiant e appartient à la liste A, alors e doit appartenir à la liste B, 
Et si e  appartient à la liste B, alors e doit appartenir à la liste A. 
VI.3.2.1.2. Recherche efficace 
- L’accès aux informations ne doit pas être trop compliquée. L’utilisateur 
souhaite disposer d'aides très pertinentes pour avoir facilement les informations 
nécessaires. 
Exemple: 
Condition ⇒ Réaction:  
Si la saisie des données d’entrée commence, alors les instructions d’aide 
doivent apparaître tout d’abord. 
- Il faut disposer d’un mécanisme de recherche rapide et commode, pour deux 
types de recherches : exacte et partielle. Par exemple, on peut taper seulement une 
partie de mot, l’écran va afficher une liste des mots correspondants à choisir. 
Exemple: 
Condition ⇒ Réaction:  
Si un préfixe est tapé, alors tous les mots ayant ce préfixe sont affichés. 
- Les informations à chercher sont sauvegardées temporairement et peuvent 
être ultérieurement utilisées dans une autre recherche sans retaper. 
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Exemple: 
Condition ⇒ Réaction:  
S’il n’existe pas encore la liste d’historique, alors il faut la créer et 
sauvegarder immédiatement les informations à chercher dans cette liste.  
- Les critères de recherche sont simples à choisir, mais flexibles et permettent 
des recherches de plus en plus profondes.  
Exemple 1: 
Par exemple, dans une application bibliothécaire, pour la condition: 
   (type= « livre » and année=2004) 
on peut avoir les outils graphiques avec les boîtes représentant :: 
+ une liste de critères : titre, type, année, catégorie, ...  
+ une liste de valeurs « livre », « article », « DVD », etc. pour choisir 
pour le critère de type.) 
+ une liste d’opérateurs de comparaison (<, >, =, ...) 
+ une liste d’opérateurs de combinaison (and, or, not) 
Exemple 2: 
Condition ⇒ Réaction:  
Si une expression de critères de recherche est créée pour la recherche, alors il 
faut avoir une liste de valeurs à choisir pour chaque critère élémentaire. 
- La recherche et la production d’information sous diverses formes, et auprès 
de divers sources doivent être possibles, de manière intégrée pour l’utilisateur. Par 
exemple, les liens vers d’autres applications, vers des sites distants au sein d’une 
application (COM, OpenDoc, http ...). 
Exemple: 
Condition ⇒ Réaction:  
Si une application ne peut répondre à une requête, alors elle peut se connecter 
automatiquement à un autre serveur relié par Internet pour obtenir la réponse. 
 (Par exemple : le site google.com). 
- Les résultats des recherches peuvent être envoyées par courrier électronique, 
ou fax, par téléphone mobile, etc. 
Exemple: 
Condition ⇒ Réaction:  
Si l’utilisateur veut connaître régulièrement les nouveaux produits de la 
compagnie, alors il peut lui demander de recevoir un courrier par mois, ou de signaler 
l’adresse du site Web de cette compagnie. 
VI.3.2.1.3. Mise à jour fréquente: 
La fréquence, les moments et l’origine (le responsable, la raison ...) des mises 
à jour doivent être souvent contrôlables. 
Exemple: 
Condition ⇒ Réaction:  
Si la fiche de consommation d’un client de téléphone portable est préparée, 
alors il faut la mettre à jour au moins deux fois par jour et marquer le moment de 
chaque mise à jour. 
VI.3.2.1.4. Couverture : 
Les informations doivent couvrir le domaine intéressé et être fiables. Si un 
domaine a encore des sous-domaines, il faut avoir des stratégies raisonnables pour les 
indexer et les ré-indexer périodiquement. 
S’il y a une rupture importante, quelle soit de court terme ou de long terme, 
causée par des problèmes techniques, elle doit être reconnue et résolue totalement de 
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façon à ce  que les informations sur le domaine et sur tous ses sous-domaines restent 
cohérentes. 
Exemple : 
Condition ⇒ Réaction:  
S’il faut calculer le nombre d’écoles dans une province, alors il faut tout abord 
calculer le nombre d’écoles dans chaque commune de cette province. 
Si le nombre d’écoles dans une commune change, alors il faut recalculer le 
nombre d’écoles dans toute sa province. 
VI.3.2.1.5. Précision/ Ratio d’erreur : 
L’utilisateur doit avoir le droit d’indiquer le niveau de précision souhaitée. 
Il veut aussi connaître les sources de données utilisées avec les dates associées 
de mise à jour, pour savoir si les informations sont précises. Si les erreurs peuvent 
avoir lieu, le ratio d’erreur doit être spécifié. En outre, on veut savoir quelles sont les 
procédures de correction (sous forme d'expressions compréhensibles par les 
utilisateurs). 
Exemple 1: 
Condition ⇒ Réaction:  
Si un taux de change dans les systèmes monétaires est affiché, alors il doit 
avoir au moins 2 décimales. 
Exemple 1: 
Condition ⇒ Réaction:  
Si la probabilité de produits mal fabriqués dans les usines doit être fournie, 
alors elle doit associer à la date, la formule de calcul et les noms des fichiers sur 
lesquels elle est basée pour être calculée. 
VI.3.2.1.6. Présentation  des données: 
Les formats de données et les structures de représentation sont intégrés 
ensemble dans tout le système. On peut aussi relier les informations de l’intérieur à 
celles de l’extérieur du système, même à des sources multimédia. 
Un utilisateur peut souhaiter personnaliser le format de sortie des 
informations. Il faut lui fournir les options pour bien imprimer sur un écran ou un 
autre périphérique de sortie une partie ou toutes les informations voulues.  
Exemple: 
Condition ⇒ Réaction:  
Si un pourcentage de naissance de cette année est calculé, alors il sera exprimé 
dans un histogramme avec les pourcentages de naissance des dernières années pour 
comparer. 
VI.3.2.2 Les conditions sur les aspects non-fonctionnels: 
La vie d’un système est perçue par son (ou ses) utilisateur(s) comme une 
alternance entre deux états du service par rapport à l’accomplissement de la fonction 
du système : 
- service correct : où le service délivré accomplit la fonction du système  
- service incorrect : sinon. 
Une défaillance est donc une transition d'un service correct à un service 
incorrect ; et la transition inverse est une restauration. [Lap96] 
L’utilisateur veut avoir l'assurance d'une sûreté de fonctionnement. C’est la 
propriété d’un système qui permet à ses utilisateurs de placer une confiance justifiée 
dans le service qu’il délivre. [Bal] 
VI.3.2.2.1 Qualité de service : 
En particulier, l’utilisateur demande une qualité de service (QS) qui suppose 
de fournir les services consistants, prévisibles, de satisfaire les besoins des 
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applications utilisatrices [Sta99]. Elle mesure les paramètres quantitatifs caractérisant 
les traitements offerts par un service ou un composant. 
Pour créer les niveaux acceptables de QS, les concepteurs nécessitent d’être 
capable de prévoir le comportement des utilisateurs en répondant aux différents 
niveaux de QS. Néanmoins, cela  demande des connaissances sur les besoins 
utilisateurs pour les tâches et les contextes spécifiques. [Bas90] 
Les besoins de l’utilisateur en terme de qualité de service peuvent être 
exprimés dans le cadre d’un profil d’usage. Les contraintes pourront être définies à 
partir de paramètres quantitatifs caractérisant la disponibilité, la fiabilité, la 
réparabilité, etc. 
VI.3.2.2.2 Sécurité : 
Sur cet aspect, l’utilisateur peut vouloir spécifier  au sein d’un profil des 
contraintes restreignant ou précisant les conditions d’accès au service : 
- En matière de contrôle d’accès, il peut par exemple souhaiter définir des 
droits d’accès limités, pour la durée de l’utilisation du composant, pour réagir 
éventuellement dans le cas où le schéma plus contraignant qu’il a défini n’est pas 
respecté. 
- En matière de confidentialité, ou d’intégrité, il peut vouloir adapter 
l’interaction en fonction du protocole disponible. 
Exemple : 
Devant un distributeur bancaire, l’utilisateur veut avoir un message qui signale 
le nombre de fois que le contrôle de l’identité et du mot de passe sera répété pour 
éviter la confiscation de sa carte bancaire. 
Condition ⇒ Réaction:  
Si la saisie de la carte commence, alors un message annonce le nombre de 
tentatives acceptées pour entrer le mot de passe de cette carte. 
VI.3.3 Les conditions sur l’interaction utilisateurs- composant : 
VI.3.3.1 Interaction utilisateurs-composant : 
Des informations implicites peuvent être observées par le composant lui-
même : elles concernent généralement la « journalisation » des interactions client-
serveur sous forme de traces d’appel, de calcul de fréquences, etc. Le composant peut 
alors utiliser ces informations pour s’adapter aux besoins utilisateurs. 
Nous considérons plus spécifiquement les informations explicites que pourrait 
fournir l’utilisateur d’un composant. Ces informations peuvent concerner différents 
aspects que l’utilisateur souhaiterait voir garantis, ainsi que les traitements devant être 
réalisés, dans le cas où les contraintes ne sont pas satisfaites. Elles définissent des 
règles sur la trace des interactions entre le composant et les utilisateurs. Le tableau de 
la figure ci-dessous résume les différentes traces envisageables. 
L’utilisation de ce service d’adaptation peut porter : 
- sur la trace globale d’un utilisateur relativement aux composants qu’il 
référence : c’est le « conteneur » de l’utilisateur qui exploitera le profil ; 
- sur la trace globale des utilisateurs d’un composant : c’est le conteneur du 
composant qui exploitera le profil. 
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Interactions Un composant Tous les composants 
Un utilisateur Trace locale Trace globale d’un utilisateur 
Tous les 
utilisateurs 
Trace globale d’un 
composant 
Trace globale système 
 
Tableau 11. Les niveaux de trace selon l’interaction entre le(s) composant(s) 
et le(s) utilisateur(s). 
 
VI.3.3.2 Conditions reliées : 
Concrètement, en matière de sémantique, les conditions abordant l’interaction 
utilisateurs- composant définissent des scénarios ou des protocoles d'utilisation. 
En matière d’utilisation, elles portent sur la continuité du service. 
Cependant, un système hautement disponible n’est pas tout ce que l’utilisateur 
demande. Il veut que les services soient continuellement disponibles et fournis sans 
interruption. Pour assurer la continuité du service aux utilisateurs, les données et les 
états des sessions doivent être préservés contre les scénarios erronés.  
La continuité du service peut être exprimé par des paramètres: temps de 
réponse, débit (bande passante),  délai et fréquence. 
VI.3.3.2.1  Temps de réponse :  
Le temps de réponse est l’intervalle de temps qui s'écoule entre la fin d’une 
requête à un système et le début de la réponse. C’est une mesure très importante car 
elle reflète la perception, le souhait et aussi l’habilité de l’utilisateur (dans certains 
cas, le temps de réponse peut dépendre de l’expérience de l’utilisateur) sur le système. 
L’utilisateur veut avoir l’impression de recevoir immédiatement la réponse du 
système. Alors, le temps de réponse doit être le plus court possible. Normalement, 
dans le cas où il n’existe pas de contrainte technique compliquée, les utilisateurs 
veulent que le temps de réponse soit entre 1 et 2 secondes.  
Tandis que d’après [Nie94], [Mil68] et [CRM91], on constate que le conseil 
typique sur le temps de réponse est resté le même pendant la durée 1968-1991 : 
* 0.1 seconde : la limite pour que l’utilisateur perçoive que le système réagit 
immédiatement, aucun feedback spécial n’est nécessaire sauf l’affichage du résultat. 
* 1.0 seconde : la limite pour que le flux de pensée de l’utilisateur ne soit pas 
interrompu, bien que l’utilisateur percevra le délai. Aucun feedback spécial n’est 
nécessaire pendant le délai avec 0.1 sec < délai < 1.0 sec , mais l’utilisateur perd 
l’impression d’opérer directement sur les données. 
Normalement, les temps de réponse doivent être le plus rapide possible, mais il 
est possible que le phénomène inverse se produise, c'est-à-dire que l’ordinateur 
réagisse trop vite (ex : une liste déroulante (scrolling list) trop rapide). S’il n’y a pas 
de contrainte comme le coût, ou la faisabilité technique, les utilisateurs préfèrent que 
le temps de réponse soit inférieur à 1 seconde.  Bien que les utilisateurs puissent 
s'adapter aux temps de réponses plus lents, ils ne sont pas généralement contents avec 
des durées de plus de 2 secondes. [sju99] 
Pour les opérations raisonnablement rapides, prendre un temps de réponse 
entre 2 et 10 secondes pourrait violer le principe de l’inertie de l’affichage. Une 
solution populaire est de combiner un curseur « occupé » avec un nombre indiquant 
l'état d'avancement (la quantité de tâches réalisées). 
* 10 secondes : la limite pour garder l’attention de l’utilisateur concentrée sur 
le dialogue. Avec les délais plus longs, les utilisateurs voudront  réaliser d’autres 
tâches en attendant que l’ordinateur finisse la tâche en cours. Il est alors nécessaire de 
113 Thèse « Adaptation des composants centrée sur l’utilisation»                                    
     
fournir une indication indiquant l'événement de terminaison de la tâche. L'affichage 
d'un état d'avancement est spécialement important si le temps de réponse est élevé, 
puisque les utilisateurs ne savent pas quoi attendre. 
Dans les cas où l’ordinateur ne peut fournir une réponse immédiate, un retour 
continu est fourni à l’utilisateur sous la forme d’un indicateur de taux d'avancement 
(percent-done indicator) [Mye85]. De tels indicateurs seraient utilisés pour les 
opérations durant plus de 10 secondes. Ils ont 3 avantages : 
- Ils rassurent l’utilisateur en lui signifiant que le système n’est pas en panne 
mais est en train de traiter leur problème. 
- Ils indiquent approximativement combien de temps l’utilisateur peut espérer 
attendre, et donc, lui permettent de faire d’autres activités pendant cette attente. 
- Ils fournissent à l’utilisateur un suivi de l'avancement de la tâche demandée, 
rendant l’attente moins pénible. Cet avantage ne peut pas être sous-estimé et est une 
raison pour laquelle une approche graphique indiquant le déroulement est préférable à 
un compteur affichant simplement le temps qui reste. 
Pour les opérations pour lesquelles il est difficile de connaître le temps 
d'exécution nécessaire, l’indicateur peut ne pas être utilisé, mais il est encore possible 
de fournir un retour en terme des tâches réalisées. Par exemple, un système 
interrogeant des bases de données à distance peut afficher le nom de chaque base de 
données courante accédée. Sinon, on peut utiliser un indicateur spécifique (un 
papillon volant, un ballon sautant, etc) pour montrer que le système opère encore, bien 
qu’il ne montre pas ce qui est en train de s'exécuter.  
Pour l’utilisateur de haut niveau qui peut adapter au système complexe, il 
souhaite qu’on l’aide à déterminer lui-même le protocole de travail pour représenter 
ses pas d’interaction, il va opérer plus efficacement avec son expérience, donc, avec 
moins d’erreurs et le système va répondre plus vite. [Hod99] 
Cependant, il faut différencier 2 types de temps de réponse : au niveau des 
composants et au niveau système qui inclut aussi des variables systèmes, par exemple 
le temps de mise en file d’attente.  
Le temps de réponse est difficile à mesurer car la déviation standard est 
beaucoup plus grande que des autres [Von03]. Donc, il existe des  cas où la plupart 
(90% par exemple) des utilisateurs peuvent avoir un temps de réponse de 2 secondes, 
mais le reste (10%) peut accepter 10 secondes pour obtenir la réponse. L’utilisateur ne 
veut cependant pas toujours tomber dans cette minorité. 
Exemple : 
Condition ⇒ Réaction:  
Si le temps de réponse > 2 secondes, alors émettre une demande d’activation 
d’un nouveau serveur. 
VI.3.3.2.2  Débit :  
Le débit signifie le nombre de requêtes, de transactions exécutées par le 
système dans une période. Il reflète la capacité de contrôler la charge et est souvent 
utilisé avec le temps de réponse.  
Bien que ce ne soit pas une mesure orientée utilisateur, mais l’utilisateur veut 
toujours proposer un débit le plus grand possible en gardant le temps de réponse à un 
seuil quelconque. 
VI.3.3.2.3  Délais :  
Il est relié très étroitement au temps de réponse. Pour chaque transaction, la 
réponse est divisée en 3 sortes de délai : 
* Délai total :  
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Identique au temps de réponse. C’est le temps entre le lancement de la 
requête du client et le réception de la réponse. 
* Délai du réseau :  
Le temps de transit quand le client et le serveur s’échangent les données. Ce 
type de délai inclut le temps de transit pour tous les messages requis pour une 
transaction de requête-réponse. La durée passée par le serveur pour exécuter une 
requête n’est pas comptée dans le délai de réseau. 
*Délai du serveur :  
Le temps que le serveur passe pour exécuter la requête du client après avoir 
reçu toutes les données nécessaires. C’est le temps entre le moment où le serveur 
reçoit le dernier message de soumission de la requête et le moment où il envoie le 
premier message de la réponse. 
Le délai doit être raisonnable. L’utilisateur n’a pas besoin de maintenir 
longtemps l’information dans sa mémoire à court terme, qui a une capacité limitée, 
donc, il est plus difficile pour mémoriser dans sa mémoire à long terme. Les longs 
délais de réponse du système peuvent conduire l’utilisateur à oublier son plan de 
travail et par conséquent, de travailler moins efficacement. En outre, si le délai est 
trop court, l’utilisateur opère trop vite, il peut commettre plus facilement des erreurs.  
VI.3.4 Les conditions sur le contexte d’utilisation : 
VI.3.4.1  Contrôle de l’usage des composants : 
Une application fait un usage particulier d’un ensemble de composants. On 
dispose en général d’une description partielle de l’usage correct des composants. En 
effet, les utilisations possibles d’un composant sont souvent incomplètement 
spécifiées. En ce qui concerne les propriétés de sûreté à vérifier, tout composant est 
caractérisé par un fort invariant qui définit les état possibles du composant. 
L’utilisateur ne connaît pas forcément cet invariant et l’usage qu’il fait du composant 
peut alors être incorrect de deux façons : 
- Soit l’utilisateur utilise mal le composant : l’exécution d’une méthode lève 
une exception si cette exception conduit à un état erroné pour le composant. 
- Soit l’utilisateur suppose un invariant plus restrictif que celui garanti par le 
composant. Auquel cas, l’utilisateur risque de ne pas obtenir les résultats qu’il espérait 
en utilisant le composant.  
C’est ce deuxième cas qui nous intéresse. Il nous semble important que 
l’utilisateur donne le maximum d’informations sur les propriétés qu’il suppose sur les 
composants qu’il utilise. 
VI.3.4.2 Conditions : 
En observant la sémantique, nous trouvons que les conditions sur le contexte 
d’utilisation peuvent: 
- définir une politique de service locale des différentes ressources, basée sur 
des classes utilisateurs, à partir des paramètres comme le taux d’utilisation de chaque 
ressource, le nombre d’utilisateurs, etc. 
- définir des références d’objet, des attributs d’objet et leur validité 
- enregistrer l’historique (log) des appels aux méthodes du composant et ainsi 
contrôler le nombre d’accès/ méthode. 
Nous présentons un peu sur la charge du serveur, qui semble importante parmi 
les conditions citées. 
* Introduction : 
La charge du serveur dépend de deux facteurs : nombre de requêtes demandés 
par les clients (dépendant du nombre de clients) et leur volume.  
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Un serveur est dit surchargé si les seuils suivants sont dépassés: 
- Le nombre d’appels par minute demandés au serveur (autrement dit, c’est le 
débit du serveur). 
- Le pourcentage qui détermine en quel point l’utilisation du réseau est trop 
élevée. 
- Le nombre initial, ou le nombre maximum de tâches en cours. Ce seuil est 
dépassé si aucune tâche n’est disponible, ou aucune tâche n’est allouée pour servir à la 
requête entrante. [Tiv] 
* Liaison entre le conteneur et la charge du serveur : 
Il existe deux approches de traitements des requêtes par le conteneur : 
+ Conteneur jouant le rôle d’un serveur avec autant de tâches que de 
clients :  
- Risque de surcharge si l’on ne met pas en oeuvre des mécanismes de 
synchronisation de tâches et un contrôle d’allocation des ressources  (threads, 
composants) disponibles. 
- Sensibilité au nombre de clients : la charge du serveur augmente 
proportionnellement au nombre de clients. 
+ Conteneur jouant le rôle d’un serveur avec N tâches gérant tous les 
clients : Il y a aussi un risque de surcharge. 
* Conditions : 
L’évaluation de la charge du serveur est basée sur un ensemble de 
paramètres , tels que :  
- ServerCPM: le nombre maximum d’appels par minute au serveur. 
- WorkItemShortages : totalise le nombre de requêtes entrantes qui n’ont pu 
être prise en compte immédiatement. 
- MaxClients: le nombre maximum de clients 
Et les variables : 
- NoDay : le numéro du jour d’accès au serveur dans la semaine (1 : lundi, …, 
6 : samedi, 7 : dimanche). 
- BeginTime: l’heure de démarrage du serveur. 
- EndTime : l’heure d’arrêt du serveur. 
Exemple : 
Condition ⇒ Réaction:  
1. Si Nbre d’appels par minute au serveur ≥ ServerCPM alors  Changer de 
serveur. 
2. Si  Nbre de clients ≥ MaxClients alors  Chercher un autre serveur. 
3. Si  (NoDay  = 6) ou (NoDay  = 7) alors  Lancer deux fois plus de requêtes  
4. Si  (EndTime ≤ getClock())  or (BeginTime ≥ getClock())  alors  Trouver un 
autre serveur. 
Solutions système possibles : 
* Solutions générales : 
- Augmenter la puissance du serveur 
- Réduire le temps de connexion des clients :  
  + Le composant n’est connecté avec le client que pendant le temps de 
traitement d’une requête 
  + Si le client a une requête ultérieure faisant partie du même contexte, il 
transmet le contexte avec la requête ultérieure, s’il héberge ce contexte (grâce à sa 
mémoire, sa capacité de traitement, …).  
* Solutions concrètes : 
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- Mettre à jour le système pour avoir un serveur plus puissant, si c’est 
possible. 
- Modifier, dans la mesure des ressources disponibles, les valeurs des attributs: 
ServerCPM, WorkItemShortages, MaxClients. 
VI.4  Mise en œuvre du profil d’usage   
VI.4.1 Introduction : 
Les développements ont été menés dans le cadre de la plateforme Java qui 
nous a apparu appropriée, en ce qu’elle fournit : 
- un environnement simple pour l'accès à distance à des objets, et donc la 
répartition du SSS, 
- une API de réflexivité qui facilite la réalisation de solutions génériques et 
dynamiques 
- le support pour le codage du SSS.   
VI.4.2 Besoins spécifiques pour un langage de description de profil 
d’usage :  
Le profil d’usage nécessite une description brève, simple, mais suffisante, 
cohérente et claire pour que les clients puissent exprimer facilement leurs besoins. Il 
faut donc un langage de description assez proche du langage naturel et un peu 
similaire aux langages de programmation. 
Evidemment, il faut que les auteurs de profil aient des connaissances de base 
en programmation et langage d'interface (sur les variables, les types élémentaires de 
données, les expressions logiques, etc.). 
VI.5 Exemples : 
Dans les exemples suivants, les modules sont décrits en IDL CORBA. 
VI.5.1 Exemple de géométrie: 
VI.5.1.1 Problème : 
Dans cet exemple, on va travailler avec les formes géométriques (que nous 
appelons « entités »). Nous allons calculer la surface et le périmètre selon leurs 
mesures (largeur, hauteur, rayon, etc.). En outre, nous pouvons faire réduire ou 
agrandir ces entités. 
VI.5.1.2 Composants utilisés : 
Il  existe deux composants Entité et Dessin pour exprimer respectivement les 
formes géométriques et les dessins qui représentent ces formes. 
VI.5.1.2 Spécification des profils: 
 
module Geometrie { 
    exception NombreNegatif {} ; 
    interface Entite { 
 readonly attribut string forme ; 
 // R: rectangulaire, C: carré, Ce: cercle, O: ovale, L: losange, etc.} 
 readonly attribut float mesure1; 
 readonly attribut float mesure2; 
  
 float surface() raises (NombreNegatif); 
 float perimetre() raises (NombreNegatif); 
117 Thèse « Adaptation des composants centrée sur l’utilisation»                                    
     
     } ; 
  
    interface Dessin { 
 void reduire (Entite ent, int ratio) raises (NombreNegatif); 
 void agrandir (Entite ent, int ratio) raises (NombreNegatif); 
     } ; 
} ; 
 
En se basant sur le module précédent, un profil d’usage d’un élève est décrit 
de la façon suivante : 
 
Profil eleve = { 
 Identity = “eleveA”; 
Base Geometrie; 
 Use = { r : integer ;} 
 Object = {  
Entite ent ; Dessin d ;  
 } 
 Triplet = { 
  tr2= (ent.mesure1<80; 0s; d.reduire(ent, mesure1/80); 
  tr3= (ent.mesure1>2; 0s; d.agrandir(ent, 40/mesure1); 
  tr4= (runtime(ent.surface()) < 3s or 
         runtime(ent.surface()) < 3s; 1 h; afficher(“attente longue”); 
  tr5= (runtime(d. reduire (ent, r)) < 3s or 
         runtime(d. reduire (ent, r)) < 3s; 1 h; afficher(“attente longue”); 
 } 
} // end Profil élève 
 
VI.5.2 Exemple du service de  change de monnaie : 
VI.5.2.1 Problème : 
On considère un système de change de monnaie. Il se compose d'institutions 
de change, des clients usagers et d’un serveur central. 
Le serveur central gère les institutions. Il enregistre les informations reliées à 
chaque institution : identificateur, nom, devise source, devise cible, taux de change. 
Chaque fois qu’un client usager lui envoie un appel avec un couple de devises, il 
répond par une liste des institutions disponibles parmi lesquelles le client usager en 
choisit une pour demander le montant du change d’une somme fixée. 
De temps en temps, une institution quelconque peut vouloir changer la devise 
source ou la devise cible ou le taux de change pour un couple de devise. Elle doit 
soumettre à une institution ayant alors la fonction d’un serveur. On appelle cette 
dernière « serveur-institution ». 
En outre, le serveur central intègre un service de nommage dans la mesure où 
ce service enregistre les différentes offres de change des institutions. 
VI.5.2.2 Composants utilisés : 
Il y a deux sortes de composants : client et serveur, selon la fonction. Le client 
se compose de «client usager» et «client institution». Le serveur contient le serveur 
central, le service de nommage et le « serveur institution ». 
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VI.5.2.3 Spécification des profils: 
Puisque les profils sont associés aux clients, il n’existe pas de profil pour le 
composant serveur. Les exemples dans ce paragraphe illustrent la spécification des 
profils dans le cadre de l'exemple du service de change de monnaies. 
Ces profils utilisent le module Conversion suivant: 
 
module Conversion {   /* Service de change de monnaies */ 
     /* Service de change proposé par les institutions */ 
    exception NombreNegatif {} ; 
    exception DeviseErronee {} ; 
 
    interface Changeur { 
       readonly attribute float  tauxDeChange ; 
       readonly attribute string deviseSrc ; 
       readonly attribute string deviseCible ; 
       readonly attribute string institution ; 
  
       float Combien(in string deviseVal, in float val )  
raises (NombreNegatif, DeviseErronee) ; 
    }; 
 
    /* Serveur central enregistrant les changes disponibles */ 
    exception ChangeInconnu {} ; 
    typedef sequence<Changeur> Changeurs; 
    interface ChangeDeMonnaies { 
        /* Rappel : un objet Changeur convertit la devise 1 en devise 2 au taux Taux 
        * ou la devise 2 en devise 1 au taux 1/Taux      */ 
        void Enregistrer ( in Changeur unChangeur ); 
        /* trouver tous les changeurs existants pour le couple (Devise1, Devise2)     */ 
       Changeurs Disponibles(  in string Devise1 , in string Devise2 ) 
raises (ChangeInconnu) ; 
    }; 
}; 
 
 
PROFIL DU CLIENT_USAGER  
 
Profil client = { 
 Identity = “client1”; 
Base Conversion ; 
 Use = { d1, d2 : string ; delai, v : real ;} 
 Object = {  
ChangeDeMonnaies serveur ; 
  Changeur[]  lesCh ;  
Changeur ch=Changeur(« ch ») ; 
Changeur a∈ serveur.Disponible(d1, d2) ; 
 } 
 Scenario = { 
  forall a ∈ serveur.Disponible(d1, d2) : 
   ch.tauxDeChange= min(a.tauxDeChange) ; 
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 } 
 Mesure = { 
  m1= runtime(serveur.Disponible(d1, d2)) ; 
  m2= runtime(a.Combien(d1, d2, v)) ; 
  m3= value (serveur.nbJourAccessTotal(ch)) ; 
  m4= last-time(a.Combien(d1, d2, v)) ; 
  m5= last-time (serveur.Disponible(d1, d2)) ; 
  m6= last-time (a.changerTaux(d1, d2, t1)) ; 
 } 
 Condition = { 
  c1= m1 < 1mn ; 
  c2= m2 < 1mn ; 
  c3= m3 > 4 ; 
  c4= forall a ∈ serveur.Disponible(d1, d2) : m4 – m5 < 10s, 
  c5= exist a∈ serveur.Disponible(d1, d2) ⇒ a ∈ lesCh ; 
  c6= not exist a : (serveur.supprimer(a) | serveur.suspendre(a) ) 
 & a ∈ serveur.Disponible(d1, d2) ; 
  c7= now() – m5 > 12h ; 
  c8= forall a ∈ serveur.Disponible(d1, d2) : m4 – m6 > 1 mn ; 
  c9= | serveur.Disponible(d1, d2) |  ≥ 1 ; 
 } 
 Triplet = { 
  tr1= (c1, « 1 sem », attendre(delai)) ; 
  tr2= (c2, « 1 sem », attendre(delai)) ; 
  tr3= (c3, « 1 mois », ajouterDevise(« yen ») ) ; 
  tr4= (c4, « 1 j », recontroler( ) ) ; 
  tr5= (c5, « 1 mois  », recontroler( ) ) ; 
  tr6= (c6, « 1 mois  », recontroler( ) ) ; 
  tr7= (c7, « 1 sem  », changerChangeur( ) ) ; 
  tr8= (c8, « 1 h  », recontroler( ) ) ; 
  tr9= (c9, « 1 sem  », ajouterChangeur(d1, d2) ) ; 
 } 
} // end Profil Client 
 
PROFIL DU CLIENT_INSTITUTION  
 
Profil institution = { 
Identity = “institution_1”; 
Base Conversion ; 
 Use = { d1, d2 : string ; delai, t1 : real ;} 
 Object = {  
ChangeDeMonnaies serveur ; 
  Changeur[]  lesCh ;  
Changeur ch=Changeur(« ch ») ; 
Changeur c∈ serveur.Disponible(d1, d2) ; 
  service_nommage service ; 
 } 
 Scenario = { 
  once service.rebind(serveur) ; 
  once service.resolve_inst(c) ; 
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  once serveur.Enregistrer(c) ; 
  service.rebind(serveur) < service.resolve_inst(c) < 
serveur.Enregistrer(c) ;   
  serveur.Enregistrer(c) < serveur.Disponible(d1, d2) ; 
serveur.Enregistrer(c) < c.modifierTaux(d1, t1) ; 
 } 
 Mesure = { 
  m1= last-time(serveur.Disponible(d1, d2)); 
  m2= last-time (serveur.Enregistrer(c)); 
 } 
 Condition = { 
c1= not exist (serveur.Supprimer(c) | serveur.Suspendre(c) )  
& c. modifierTaux (d1, t1) ); 
 } 
 Triplet = { 
  tr1= (m1- m2 < 10 mn , « 1 sem », attendre(delai)) ; 
  tr2= (c1, « 1 sem », recontroler( ) ) ; 
  tr3= (runtime (service.resolve_inst(c)) < 1 mn, « 1 mois »,  
attendre(delai)) ; 
  tr4= (runtime (serveur.Enregistrer(c)) < 1 mn, « 1 j »,  
attendre(delai)) ; 
  tr5= (runtime (c. modifierTaux (d1, t1)) < 1 mn, « 1 mois  »,  
trouver_un_autre_serveur() ); 
 } 
} // end Profil Institution 
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Chapitre VII  
 
ARCHITECTURE DU SERVICE  
 
Le service de sûreté de service (SSS) est conçu comme une couche 
d’interposition, entre l’application utilisatrice et le conteneur du composant. Cette 
couche prend en charge l'évaluation et l'interprétation des profils dont chacun 
enveloppe un composant et reflète les besoins utilisateurs sur ce composant. Elle se 
comporte comme un intercepteur. Pour chaque appel de méthode, cette couche 
intercepte l'appel au composant. Elle doit chercher  le profil associé à ce composant. 
Elle est considérée comme un intercepteur  du composant pour gérer l’exécution du 
composant. 
VII.1 Rappel de la notion du conteneur: 
Le service d’adaptation est inséré au sein du composant pour prendre en 
compte les besoins utilisateurs. Le conteneur du composant va chercher et comparer le 
contenu du profil d’usage et les fonctions du composant afin d’adapter 
convenablement le composant. 
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Figure 29. Rôle du conteneur 
 
 
 
 
 
 
 
 
 
 
 
 
 
 Figure 30. Conteneur et structure d’accueil 
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Le conteneur peut fonctionner en : 
+ synchrone (interposition) : 
C'est le cas lorsqu'on utilise l’appel de méthode traditionnel (RMI) pour 
appeler des composants. 
Après avoir délégué la requête du client au composant convenable, le 
conteneur doit attendre la réaction du composant. Si le composant rend un résultat, il 
le transfère au client. Sinon, une exception est levée chez le composant et le conteneur 
va la signaler au client. Seulement après la terminaison de la méthode, le client peut 
continuer son exécution. Le serveur doit être disponible quand le client l’appelle. S’il 
ne l’est pas ou le réseau tombe en panne, le client ne peut pas avoir le résultat 
souhaité. 
Chaque thread de contrôle du client a un seul chemin d’exécution à tracer du 
client au serveur. 
Le service d’adaptation doit avoir la possibilité d’appeler plusieurs opérations 
d’affaires dépendantes de la requête que le client veut réaliser et de permettre la 
manipulation des composants  métiers à partir de leurs interfaces 
+ asynchrone (observation) : 
Le conteneur peut recevoir plusieurs requêtes à partir de plusieurs clients et 
envoyer à plusieurs composants. Le client peut envoyer la requête au conteneur et 
continue son exécution, même quand le composant n’est pas prêt de recevoir cette 
requête. 
Mais dans quelques cas, la vitesse du système devient plus lente car le 
conteneur jour le rôle d’un intermédiaire et peut-être, il y aurait une contention 
(bottleneck) si les ressources du conteneur sont limitées. 
VII.2 Application de conteneur dans la couche d’adaptation: 
 
 
application utilisatrice
 
conteneur
composant
couche d’interposition
Sûreté de service 
Figure 31. Conteneur dans la couche d’adaptation
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Pour vérifier que les utilisateurs utilisent de façon sûre des composants, nous 
proposons l’approche suivante : 
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+ Un utilisateur précise un profil d’usage des composants qu’il référence. Ce 
profil contient des informations concernant divers aspects définissant l’usage correct 
des composants du point de vue de l’utilisateur. 
+ Côté utilisateur : Tout utilisateur est encapsulé dans un conteneur qui 
dispose du profil et contrôle dynamiquement le respect des propriétés spécifiées dans 
le profil. Si une propriété est mise en défaut, une exception d’usage erroné est levée. 
L’utilisateur peut alors décider du traitement de cette exception. 
+ Côté composant : Tout composant est encapsulé dans un conteneur qui 
connaît le profil des utilisateurs. Ce conteneur peut alors comparer les besoins 
utilisateurs par rapport aux propres possibilités du composant.  
- Répartie entre client et composants : 
Le code d’adaptation peut être réparti entre client et le composant, 
principalement en fonction des prédicats à évaluer. Cela signifie que le profil d’usage 
est exploité soit au niveau de l’application, soit au niveau du conteneur du composant. 
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exploité
Figure 32. Répartition du profil entre client et composants  
VII.3 Reposant sur une couche plus élémentaire de supervision : 
Le conteneur fournit un contexte d’utilisation  et des services de gestion et de 
contrôle. Il gère les ressources liées au composant et les interactions entre le 
composant et les clients, ainsi que l’exécution du service réalisée par  le composant 
sous forme d’activité (threads). 
Le service d’adaptation doit avoir la capacité de propager l’identité de sécurité 
du client au serveur pour sécuriser facilement les opérations métiers. 
En outre, il peut supporter les environnements de déboggage et  permettre de 
créer un fichier des traces des codes, des données d’entrée/ sortie pour analyser 
l’exécution. 
VII.4 La coordination du composant avec son adaptation : 
La coordination du composant avec son adaptation  peut prendre deux formes 
complémentaires : interception et observation. 
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Figure 33. Les deux formes de coopération entre le composant et son adaptateur
• (Interception) Le code d’adaptation peut être interposé entre le client 
et le composant: 
L’adaptation est actuellement réalisée directement au niveau du composant 
adapté. Elle s’est réalisée avec le mécanisme synchrone. 
Le code d’adaptation est mêlé au code applicatif, en suivant une discipline 
destinée à faciliter la séparation entre le service (fonctionnel ou non) et son 
adaptation. Il apparaît comme un conteneur pour le composant. L’évaluation liée aux 
différents profils est prise en charge par le conteneur. Chaque client doit fournir son 
profil au composant.   
Ce conteneur peut apparaître comme un goulot d’étranglement, mais il peut 
être multiactivités, et distinct du composant original (auquel il délègue les appels), ce 
qui peut permettre d’éviter de pénaliser l’exécution du composant initial. 
•  (Observation) L ‘adaptation peut être un service distinct du service/ 
composant à adapter, avec lequel il se coordonne.  
Les clients interagissent directement avec le composant ; l’adaptateur prend en 
charge de manière indépendante la gestion des profils (évaluation des prédicats, 
activation des réactions associées).  Donc, le mécanisme asynchrone est utilisé dans 
ce cas. 
+ La mise en œuvre de l’adaptation suppose la possibilité de superviser le 
composant initial : 
    ¤ encapsuler le composant avec une couche de déboggage à gros grain/ bas 
niveau 
    ¤ la supervision se ramène à la prise de clichés : bloquant ou non, 
automatique ou non 
    ¤ un cliché relève les valeurs d’un ensemble d’attributs liés : 
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       . au service (état du composant) 
       . ou à son contexte d’exécution (nombre d’opérations exécutées ou en 
cours, ressources utilisées, clients servis …) 
+ La définition et la mise en œuvre d’une couche d’instrumentation des 
composants a un intérêt plus large que l’adaptation des services : forme particulière de 
déboggage, programmation dans le large, supervision de systèmes répartis. 
VII.5 Portabilité à travers les conteneurs : 
Notre modèle de composants doit assurer la portabilité entre les systèmes 
hétérogènes des différents composants, avec leurs différentes interfaces de service. 
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Chapitre VIII  
 
INSTRUMENTATION DES COMPOSANTS  
 
En général, il existe un écart entre la conception du composant et son contexte 
de (ré)utilisation. L’adaptation des composants centrée sur l’utilisateur est l’objectif 
de notre recherche car elle est dynamique, et mieux adaptée à un contexte ouvert et 
particulièrement dynamique.  
Néanmoins, ce type d’adaptation nécessite la mise en œuvre d’un mécanisme 
de supervision de composant pour en capter l‘état et le comportement pour savoir si le 
composant est bien adapté aux besoins utilisateurs et, sinon, l’adapter.  
Il impose de mettre en œuvre des mécanismes les plus adéquats et puissants 
possibles de supervision de composant. Cela implique concrètement, d’une part de 
spécifier le contexte d’utilisation le mieux possible, et d’autre part, d’adapter le 
composant à ce contexte. 
La supervision de composant mène à l’instrumentation. Pour capter un 
ensemble d’informations sur l‘état et le comportement du composant, nous proposons 
une approche déclarative impliquant d’exporter certains propriétés du composant sous 
le contrôle du concepteur du composant, d’évaluer des conditions basées sur les états 
du composants, et d’invoquer des réactions d’adaptation associées, définies par 
l’utilisateur. 
VIII.1 Supervision de composant : 
Notre proposition s’inspire du débogage d’un programme. La supervision de 
composant permet à l’utilisateur d’un composant de superviser l’évolution de ce 
composant, dans tous les sens du terme : 
- observer l’évolution de ce composant 
- maîtriser cette évolution, en fonction du service attendu du composant 
- vérifier la conformité de l’évolution, entre le comportement effectif et le 
service attendu du composant 
Ainsi, les fonctionnalités essentielles pour la supervision de composant sont 
concrètement : 
- l’observation et l’édition de l’état du composant 
- la synchronisation entre l’exécution du composant et les interventions liées 
à l’observation du composant.  
Du fait de la séparation entre le concepteur et l’utilisateur du composant et de 
l’opacité du composant pour ses utilisateurs, le composant reste une boîte noire pour 
ses utilisateurs. En outre, en principe, son concepteur et ses utilisateurs communiquent 
seulement à travers sa documentation. C’est pourquoi il semble difficile d’avoir une 
situation où le concepteur ou l’utilisateur prend en charge la vérification informelle de 
la concordance entre la sémantique effective du composant et la sémantique attendue 
par son utilisation. 
Notre problème est donc de définir un protocole : 
- permettant de réaliser les fonctions de supervision d’un composant par son 
utilisateur, 
- intégrant la séparation entre le concepteur et l’utilisateur du composant, 
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- où la spécification de la supervision peut être réalisée sans référence au 
code et au flot de contrôle interne du composant 
Les éléments du protocole prennent en compte la séparation entre concepteur 
et utilisateur du composant, du point de vue de l’utilisateur du composant : ils visent à 
permettre à l’utilisateur du composant de réaliser une supervision du composant, à 
gros grain (c’est-à-dire indépendante du code). En d’autres termes, l’utilisateur du 
composant dispose d’outils lui permettant de contrôler l’évolution du composant, en 
fonction de la sémantique qu’il attend du composant, et ces outils sont adaptés au 
contexte d’une utilisation du composant en boîte noire.  
De manière symétrique, il semble intéressant de prendre en compte la 
séparation entre concepteur et utilisateur du composant, du point de vue du concepteur 
du composant, autrement dit de permettre au concepteur du composant de contrôler la 
manière dont le composant pourra être instrumenté. Notre approche est de permettre 
au concepteur de définir ce qui peut être observé du composant. Ainsi, le concepteur 
contribue à l’instrumentation, tout en ayant la possibilité de la contrôler, en fixant un 
modèle instrumentable du composant, qui permet seulement les usages et les 
interventions qu’il estime raisonnables au regard de la sémantique «interne» du 
composant. Pour cela, le concepteur pourra spécifier explicitement les aspects 
supervisables du composant, en précisant les états observables (par exemple sous la 
forme d’une liste de propriétés), ainsi (éventuellement) que le couplage entre 
observation et flot de contrôle du composant. Il convient ici de noter que cette 
approche paraît bien dans l’esprit de la notion de composant : de manière analogue, la 
spécification d’interfaces requises permet d’assembler les composants comme des 
boîtes noires, sans avoir à considérer l’implémentation du composant. 
L’absence de référence au flot de contrôle ou au code du composant oriente 
l’expression de la coordination entre l’évolution du composant et les interventions 
éventuelles de l’utilisateur vers une forme déclarative, basée sur l’état (ou le contexte 
d’exécution) observable du composant, ou sur l’interaction (appels de méthodes) entre 
le composant et son utilisateur. Plus concrètement, le protocole que nous proposons 
permet de spécifier des conditions observables, auxquelles sont associées des 
réactions fournies par l’utilisateur du composant. Une condition observable est soit un 
prédicat d’état, liant des propriétés (ou des éléments du contexte d’exécution) du 
composant, soit une expression de chemin, une contrainte d’ordonnancement sur 
l’utilisation du composant. 
VIII.2 Service de supervision de composant : 
Cette section présente tout d’abord les principes de conception du service, puis 
la description du service, décrit ensuite une vue d’ensemble de l’architecture du 
service et enfin donne les contraintes associées à l’utilisation du service de 
supervision (plus spécifiquement dans le cadre de la plateforme Corba - Java). 
VIII.2.1 Principe : 
Le service de supervision de composants (SSC) superpose un service de 
supervision au service fourni par un composant standard, afin de transformer ce 
composant « standard » en un composant « supervisable ». Cette superposition est 
réalisée de manière très classique en interposant un intercepteur entre le composant 
originel et son client. L’intercepteur se comporte comme un conteneur (abordé dans le 
chapitre VI) qui encapsule le composant initial :  
- Il présente aux clients une interface identique à celle du composant initial ; 
- Il reçoit les appels à cette interface, les interprète aux fins de supervision, 
avant de déléguer l’appel au composant initial ; 
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- De même, les retours du composant initial sont interprétés avant d’être 
retransmis au client. 
Dans le cadre de notre implantation Corba-Java, nous utiliserons comme 
intercepteur, la classe CPOATie correspondant à un objet de classe C. Celle-ci peut 
être modifiée par un traitement de type tissage pour intégrer les fonctionnalités 
d’instrumentation nécessaires et constituera donc la base du composant instrumenté. 
Outre l’interface du composant initial (définis dans l’interface COperations), 
destinée à permettre une supervision transparente du composant initial, l’intercepteur, 
dans notre cas la classe POATie résultat du tissage, présente une interface permettant 
la supervision proprement dite du composant initial. Cette interface vise à fournir les 
fonctionnalités de base de la supervision (observation, édition/intervention de 
l’utilisateur, couplage entre observation et édition), en tenant compte des particularités 
de la conception et de l’utilisation des composants: séparation entre concepteur et 
utilisateur, opacité du composant vis-à-vis des utilisateurs, compétition (concurrence) 
pour l’accès aux services d’un composant.  
Sur cette base,  
• Le concepteur du composant définit sur le composant un ensemble de 
propriétés observables. Ces propriétés se présenteront sous la forme 
d’attributs, accessibles à l’utilisateur en lecture seule. Ces propriétés 
observables correspondent aux éléments de l’état, du contexte ou de 
l’historique d’exécution du composant dont le concepteur permet l’utilisation à 
des fins de supervision. La mise à jour des propriétés observables dépend 
assez complètement du concepteur. 
• L’utilisateur du composant peut définir et soumettre, via l’interface de 
supervision, un ensemble de conditions à évaluer, portant sur des propriétés 
observables définies par le concepteur du composant. À chaque condition est 
associée une réaction définie par le client, qui est une méthode que le 
composant supervisable devra rappeler, dans le cas où la condition fournie 
devient invalide. L’évaluation des conditions, qui dépend de l’évolution des 
propriétés observables, est réalisée au niveau du composant instrumenté. Nous 
présentons dans la suite de cette section un cadre pour l’évaluation 
systématique et automatique de ces conditions.  
VIII.2.2 Evaluation des conditions : 
L’observation des composants n’est pas le seul objectif de la supervision de 
composant, comme on a dit dans un paragraphe précédent. Il faut aussi l’intervention 
des composants initiaux, à travers des réactions convenables, associées à des 
conditions spécifiées par l’utilisateur.  
La gestion des conditions et de la synchronisation avec le client est prise en 
charge par une classe intégrée au composant supervisable. Dans le cas général, 
l’évaluation des conditions devrait être pilotée par une activité cyclique déclenchée 
par un moniteur associé au composant supervisable. Cette activité devrait suivre 
l’évolution des propriétés observables, réévaluer les conditions susceptibles d’avoir 
été invalidées par cette évolution et rappeler le traitant fourni en référence, le cas 
échéant. Au lieu d’être complètement du ressort du concepteur du composant, cette 
activité est dévolue à la classe de support à la supervision, intégrée au composant 
supervisable. De fait, le concepteur du composant contrôle indirectement l’évaluation 
des conditions, dans la mesure où il contrôle l’évolution des propriétés observables.  
Le protocole que nous avons défini vise à expliciter ce couplage entre le 
contrôle de l’évolution des propriétés observables et la synchronisation avec 
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l’utilisateur, en introduisant une notification d’évolution, qui est transmise après 
chaque évolution de propriété observable jugée visible, significative.  
Nous introduisons alors un schéma générique pour la notification de 
l’évolution des propriétés, à l’état du composant supervisé dans le cas particulier, 
mais très commun où : 
– l’évolution des propriétés observables résulte de l’exécution des méthodes 
appelées par le client ;  
– dans la mesure où le traitement des appels doit rester opaque pour le client, il 
nous semble judicieux d’éviter toute interaction et synchronisation avec le client 
durant le traitement d’un appel, et donc de reporter l’évaluation des conditions 
(pouvant déclencher une telle synchronisation) à la fin du traitement d’un appel.  
Dans cette optique, le protocole proposé: 
– associe à chaque propriété observable un accesseur en écriture, 
appelable uniquement par le composant. Cet accesseur doit être utilisé pour chaque 
mise à jour d’une propriété observable. Il notifie systématiquement les évolutions à la 
classe de support à la supervision. 
– insère à la fin de chaque méthode appelable par le client une demande 
d’évaluation des conditions.  
Ce cadre permet de traiter de manière systématique (et donc, à terme, 
automatique) la gestion de l’évolution des propriétés observables et celle de 
l’évaluation des conditions de supervision. 
Par contre, la variété et la versatilité des aspects non fonctionnels, liés au 
contexte d’exécution du composant supervisé, ne nous ont pas semblé très propices à 
la définition des schémas suffisamment simples et génériques. Nous nous sommes 
limités, pour l’instant, à considérer des activités cycliques, évaluant périodiquement 
les propriétés observables, notifiant les évolutions éventuelles et requérant 
l’évaluation des conditions correspondantes auprès de la classe de support à la 
supervision. Ce schéma paraît convenable dans le cas où les différents clients opèrent 
sur des instances distinctes, mais il peut être remplacé par des activités spécifiques 
aux aspects considérés, lorsque ceux-ci se composent mal avec la supervision, par 
exemple lorsque les utilisations concurrentes d’un même composant requièrent une 
synchronisation, qui peut affecter les possibilités d’observation des différents 
utilisateurs. Dans ce cas, le concepteur du composant doit gérer les évolutions et les 
demandes d’évaluation de condition en fonction de l’aspect à implanter. 
VIII.2.3 Protocole de supervision : 
Cette section présente les règles que doivent respecter les concepteurs et les 
clients de composants supervisables pour construire et utiliser des composants 
supervisables, dans le cadre du paquetage que nous avons réalisé. 
VIII.2.3.1 Instrumentation d’un composant (côté serveur) : 
A titre d’illustration, nous considérons l’instrumentation d’un objet Tampon 
défini dans un module Corba IDL de la façon suivante : 
 
module exemple { 
   exception TamponPleinException{} ;  exception TamponVideException{} ; 
 
   interface TamponSimple { /* objet de base instrumentable */ 
     readonly attribute short NbOccupe ; 
     readonly attribute short Taille ; 
     void Deposer ( in short i ) raises (TamponPleinException ); 
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     short Retirer() raises (TamponVideException) ; 
              } ; 
}; 
 
Dans l’environnement Corba, la compilation du module IDL précédent 
engendre dans sa version projetée Java, une interface TamponSimpleOperations qui 
exporte les opérations Deposer et Retirer ainsi que les accesseurs permettant de lire 
le nombre courant de cases occupées du tampon et la taille du tampon. Les propriétés 
observables sont spécifiées sous la forme d’attributs en lecture seule. Le concepteur a 
donc admis que l’utilisateur pouvait connaître de telles informations. Une 
implantation est proposée sous la forme d’une classe TamponSimpleServant. 
 
public class TamponSimpleServant implements TamponSimpleOperations { 
    private int nbOcc ; 
    private int taille ; 
    private int cases[]  ; 
 
   /* accesseur */ 
    public int NbOccupe()  { return nbOcc ; } 
   public int Taille()           { return taille; } 
 
public void Deposer(int i) throws TamponPleinException { ... } 
   public int Retirer () throws TamponVideException  { … } 
 
    public TamponSimpleServant (int capacite) { 
       nbOcc = 0; cases = new int[capacite]; 
        }  
 } // end class TamponSimpleServant 
 
Un composant supervisable est obtenu en réalisant un intercepteur, qui 
encapsule le composant à superviser, et présente une interface comprenant celle du 
composant à superviser. La supervision elle-même consistera à contrôler la validité de 
contraintes (fournies par l’utilisateur du composant supervisable) portant sur des 
propriétés définies comme observables (par le concepteur du composant 
supervisable), et à prévenir l’utilisateur en cas d’invalidation des contraintes fournies. 
 
Or, la compilation du module IDL a engendré un intercepteur 
TamponSimplePOATie. Nous en donnons une description partielle : 
 
public class TamponSimplePOATie extends TamponSimplePOA { 
 
  private exemple.TamponSimpleOperations _impl; 
  private org.omg.PortableServer.POA _poa; 
 
  // Constructors 
 public TamponSimplePOATie ( exemple.TamponSimpleOperations delegate ) 
{ 
      this._impl = delegate; 
  } 
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  public TamponSimplePOATie ( exemple.TamponSimpleOperations delegate , 
org.omg.PortableServer.POA poa ) { 
      this._impl = delegate;  this._poa      = poa; 
  } 
  public exemple.TamponSimpleOperations _delegate() { 
      return this._impl; 
  } 
  public void _delegate (exemple.TamponSimpleOperations delegate ) { 
      this._impl = delegate; 
  } 
… 
  /* objet de base instrumentable */ 
  public short NbOccupe ()  {  return _impl.NbOccupe();  } // NbOccupe 
    public short  Taille() { return _impl.Taille(); }                   // taille 
 
  public void Deposer (short i) throws exemple.TamponPleinException  { 
    _impl.Deposer(i); 
  } // Deposer 
 
  public short Retirer () throws exemple.TamponVideException  { 
    return _impl.Retirer(); 
  } // Retirer 
} // class TamponSimplePOATie 
 
Cette classe de base peut être tissée de façon à obtenir l’intercepteur capable 
de jouer le rôle de « composant instrumenté ». Pour cela, il faut introduire : 
• l’évaluation des conditions utilisateurs en fin d’exécution des 
méthodes ; 
• la déclaration des attributs et méthodes observables auprès du module 
superviseur ; 
• les méthodes nécessaires à la mise en œuvre de l’instrumentation 
(activation et désactivation des propriétés observables, listage de ces 
propriétés,…) 
 
Les fonctions de supervision sont implantées par un objet de la classe 
SupervisableComponentSupport, intégré comme attribut (privé) du composant 
supervisable, suivant un schéma analogue à la mise en œuvre de propriétés pour les 
Java Beans. Outre les opérations de supervision utilisateur présentées dans le 
paragraphe précédent, cette classe fournit : 
– Un constructeur prenant en paramètre la référence du composant 
supervisable auquel il est intégré.  
– Les méthodes (des)activerAttributObservable, et 
(des)activerMethodeObservable, qui permettent au concepteur du composant de 
contrôler dynamiquement l’ensemble des propriétés observables, c’est à dire des 
propriétés pouvant figurer dans une condition soumise par l’utilisateur. Par défaut, 
l’ensemble des propriétés définies dans l’interface d’accès du composant est activé 
dans la méthode main du composant. Ces méthodes prennent pour paramètre 
l’identifiant de la propriété (ou de la méthode) observable.  
– La méthode evaluerConditions, qui réalise l’évaluation des conditions 
soumises par l’utilisateur, et l’appel éventuel des réactions associées. Cette méthode 
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est appelée en particulier systématiquement à la fin de chacune des méthodes de 
l’interface fonctionnelle du composant, mais peut être appelée par des activités 
internes au composant prenant en charge l’évaluation et la supervision d’aspects non 
fonctionnels.  
– La méthode signalerChangementAttribut, qui prend pour paramètre 
l’identifiant de la propriété modifiée. Elle est appelée à la fin de chaque accès en 
écriture à une propriété observable. Pour cela, la méthode setXxx(...) associée à 
chaque propriété observable xxx est redéfinie  : elle est constituée d’un appel à la 
méthode correspondante du composant initial, suivi d’un appel à 
signalerChangementAttribut. 
 
On obtient finalement la version instrumentée suivante dans laquelle les 
instructions et déclarations tissées sont en gras : 
 
public class TamponSimplePOATie extends TamponSimplePOA { 
// objet de gestion de la supervision 
    private SupervisableComponentSupport  
        superviseur = new SupervisableComponentSupport(this); 
 
  private exemple.TamponSimpleOperations _impl; 
  private org.omg.PortableServer.POA _poa; 
 
  // Constructors 
 public TamponSimplePOATie ( exemple.TamponSimpleOperations delegate ) 
{ 
      this._impl = delegate;  
      superviseur.activerAttributObservable(« nbOcc ») ; 
      superviseur.activerAttributObservable(« taille ») ; 
      superviseur.activerMethodeObservable(« Deposer ») ; 
  } 
… 
  public exemple.TamponSimpleOperations _delegate() { 
      return this._impl; 
  } 
  public void _delegate (exemple.TamponSimpleOperations delegate ) { 
      this._impl = delegate; 
  } 
… 
  /* objet de base instrumentable */ 
  public short NbOccupe ()  {  return _impl.NbOccupe();  } // NbOccupe 
    public short taille() { return _impl.taille; } // taille 
 
    protected void setNbOccupe(int valeur) { 
        _impl .setNbOccupe(valeur); 
        superviseur.signalerChangementAttribut("nbOccupe"); 
    }    
     
    private int debutDeposer = 0;     
    public int getDebutDeposer(){ 
        return debutDeposer; 
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    }    
    private void setDebutDeposer(int valeur) { 
        debutDeposer = valeur; 
        superviseur.signalerChangementAttribut("debutDeposer"); 
    } 
    
    private int finDeposer = 0;    
    public int getFinDeposer(){ 
        return finDeposer; 
    }      
    private void setFinDeposer(int valeur) { 
        finDeposer = valeur; 
        superviseur.signalerChangementAttribut("finDeposer"); 
    } 
 
  public void Deposer (short i) throws exemple.TamponPleinException  { 
     setDebutDeposer(getDebutDeposer()+1) ; 
    _impl.Deposer(i); 
    setFinDeposer(getFinDeposer()+1) ; 
    superviseur.evaluerConditions() ; 
 
  } // Deposer 
 
  public short Retirer () throws exemple.TamponVideException  { 
    short image = _impl.Retirer(); 
    superviseur.evaluerConditions() ; 
    return image ; 
  } // Retirer 
 
 // méthodes pour l’instrumentation 
Vector listerAttributsObservables() {  
    return superviseur. ListerAttributsObservables() ; 
} 
 
Vector listerMethodesObservables(){ 
    return superviseur.listerMethodesObservables(); 
}  
 
void activer(String refCondition, ObservateurCondition oc)  
     throws ConditionInconnueException, OperandesNonActifsException { 
    superviseur.activer(refCondition,oc); 
} 
void desactiver(String refCondition, ObservateurCondition oc)  
     throws ConditionInconnueException { 
    superviseur.desactiver(refCondition,oc); 
// refCondition = URL de l'implémentaion de la condition 
}  
  
} // class TamponSimplePOATie 
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Le concepteur du composant supervisable doit ainsi définir trois interfaces (ou 
groupes de méthodes corrélées), illustrées dans l’exemple précédent :   
Une interface d’accès aux propriétés définies comme observables   
Ces propriétés sont définies par le concepteur du composant supervisable. 
Nous distinguons deux types de propriétés:  
– des propriétés liées à l’état du composant supervisé, tel que le 
concepteur souhaite qu’il soit vu par l’utilisateur du composant. Ces propriétés 
peuvent directement correspondre à des attributs du composant supervisé (comme la 
propriété nbOcc de la classe TamponSimplePOATie de l’exemple précédent), ou être 
calculées à partir de tels attributs (comme la propriété taille, égale à l’attribut taille de 
de la classe TamponSimplePOATie; on aurait aussi pu proposer une propriété nbLibre, 
évaluée à partir de taille et de nbOccupe), ou encore être superposées au composant 
initial, comme c’est le cas pour les propriétés liées aux méthodes observables, décrites 
dans l’item suivant. Dans ce dernier cas, la superposition de la mise à jour des 
propriétés et des opérations du composant doit être définie par le concepteur du 
composant supervisable (dans le cas des méthodes observables, une superposition 
simple et systématique est cependant possible). Lorsqu’une propriété est réalisée par 
un attribut, cet attribut n’est pas accessible directement à l’utilisateur : à chaque 
propriété (d’identifiant xxx) est associé un accesseur public en lecture, d’identifiant 
getXxx, conformément au schéma des Beans Java. Lorsqu’un accesseur en écriture 
est défini, son appel est réservé au composant, et son identifiant est setXxx. Si cet 
accesseur est défini au niveau du composant initial, il doit être redéfini, selon les 
règles présentées plus loin dans cette section (paragraphe « Mise en œuvre de la 
supervision »). Les (seules) contraintes sur la définition du composant initial 
découlent des contraintes posées sur la définition de cette interface1   :  
+ les attributs intervenant dans la définition de propriétés 
observables ne doivent être accessibles qu’au travers d’accesseurs.  
+ pour de tels attributs, seul l’accès en lecture est 
(éventuellement) permis à l’utilisateur, tandis que l’accès (éventuel) en écriture est 
réservé au composant.  
– des propriétés destinées à permettre l’expression de contraintes 
portant sur l’histoire des interactions entre le composant et son utilisateur : le 
concepteur du composant observable peut définir un ensemble de méthodes 
observables. A chaque méthode observable (d’identifiant mmm) sont associées deux 
propriétés, d’identifiants respectifs debutMmm et finMmm, décomptant 
respectivement le nombre d’appels à la méthode mmm pris en compte et traités. Ces 
propriétés sont réalisées en suivant le schéma et les conventions de nommage décrits 
dans l’item précédent: à chaque propriété correspondent un attribut privé (de même 
identifiant), un accesseur public en lecture, et un accesseur privé en écriture.  
Une interface implantée par le composant supervisé. 
 Par défaut, chaque méthode (publique) (d’identifiant mmm) de cette interface 
est redéfinie ainsi :  
– La méthode contient un appel à la méthode de la classe initiale (soit : 
_impl.mmm(...)). Si la méthode de cette classe produit un résultat, celui-ci est 
conservé dans un attribut local à la méthode, pour être renvoyé en fin d’appel.  
                                                 
1Ces contraintes, qui ne sont pas nécessaires dans l’absolu, visent à faciliter la mise en 
œuvre et les contrôles liés à la supervision, dans le paquetage actuel. 
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– Si la méthode est observable, l’appel à la méthode de la classe initiale 
est précédé par un appel à setDebutMmm(getDebutMmm()+1) et suivi par un appel 
à setFinMmm(getFinMmm()+1).  
- Dans tous les cas, la méthode se termine par un appel à la classe intégrée au 
composant supervisable et réalisant le service de supervision proprement dit : 
superviseur.evaluerConditions(), éventuellement suivi d’un retour de la valeur 
renvoyée par l’appel à la méthode de la superclasse.  
La classe TamponSimplePOATie de l’exemple précédent fournit une 
illustration de cette redéfinition (méthode observable Deposer, et méthode non 
observable Retirer)  
Une interface permettant à l’utilisateur de réaliser la supervision. 
 Cette interface reprend simplement (et délègue) les opérations 
correspondantes prises en charge par le service de supervision intégré au composant. 
Cette interface comprend quatre méthodes : la méthode activer permet de soumettre 
une nouvelle condition, la méthode desactiver permet de retirer une condition 
préalablement soumise, les méthodes listerAttributsObservables et 
listerMethodesObservables permettent de lister les propriétés observables. Les 
méthodes activer et desactiver ont pour paramètres l’URL de l’implantation de la 
condition, et la référence (éventuellement globale) du client à rappeler en cas 
d’invalidation de la condition. 
En résumé, l’intervention du concepteur pour la construction d’un composant 
supervisable est nécessaire pour : 
– définir les propriétés et méthodes observables, ainsi que la manière 
dont elles sont évaluées, lorsqu’elles ne correspondent pas directement à des attributs 
du composant initial;  
– assurer la conformité des accesseurs et attributs du composant initial 
liés à des propriétés observables ;  
– pour définir l’activité de mise à jour des propriétés observables, lorsque 
celles-ci ne décrivent pas l’état du composant supervisé, mais reflètent des aspects 
non fonctionnels, comme ceux qui sont liés au contexte d’exécution.  
L’implantation du composant supervisable découle de la donnée des propriétés 
observables (et de leurs éventuelles activités d’évaluation), et pourrait, à partir de 
cette donnée, être mise en œuvre par un outil automatique, un « compilateur de 
supervision », analogue aux compilateurs de talons. 
VIII.2.3.2 Utilisation d’un composant instrumenté (Côté client) : 
Une classe cliente d’un composant supervisable (souhaitant utiliser le service 
de supervision) doit suivre les règles suivantes:  
– Cette classe doit implanter un objet accessible à distance qui spécifie la 
méthode à rappeler en cas d’invalidation de conditions soumises au composant 
supervisable. L’ordonnancement des réactions en cas d’invalidations multiples de 
conditions n’est pas spécifié par le protocole : l’utilisateur doit s’assurer de la 
coordination des différents traitants qu’il définit et soumet.  
– Les conditions soumises doivent implanter une interface qui  fournit : 
+ la méthode réalisant le code d’évaluation de la condition et qui 
renvoie un booléen.  
+ les méthodes d’accès aux différentes propriétés du composant. Ces 
méthodes sont utiles à des fins de contrôle, en particulier au moment de l’activation 
d’une condition.  
Dans l’exemple du tampon, le concepteur du client peut souhaiter avoir 
l’assurance que le tampon utilisé n’est jamais occupé à plus de la moitié de sa 
136 Thèse « Adaptation des composants centrée sur l’utilisation»                                    
     
capacité. Pour cela, il définit une condition appropriée (mi_chargeCondition infra), et 
lui associe un traitant (méthode traiterCondition de la classe ClientServant infra), qui 
sera appelée par TamponSimplePOATie, dans le cas où le seuil défini par 
mi_chargeCondition est atteint. La condition mi_chargeCondition est décrite par la 
classe Java suivante :  
 
public class mi_chargeCondition implements Condition {  
    private TamponSimplePOATie obsv; 
    private ObservateurCondition observer; 
    private String rfr; 
    private java.lang.String[] opds = {"nbOccupe","taille"}; 
     
    public mi_chargeCondition() {} 
     
    public void initialiser(String ref, Object cbl, ObservateurCondition oc) { 
        rfr = ref; 
        obsv = (TamponSimplePOATie) cbl; 
        observer = (ObservateurCondition) oc; 
     } 
     
    public Object cible() {        return obsv;    }   
    public ObservateurCondition observateur() {        return observer;    }    
    public String reference() {        return rfr;    }    
     public java.lang.String[] operandes() {         return opds;     } 
      
     public boolean evaluer() { 
                return (2*obsv.getNbOccupe() < obsv.getTailleTampon());       
     } 
} 
 
La classe mi_chargeCondition propose les méthodes cible(), observateur(), 
operandes(), et reference(), qui fournissent respectivement les références de l’objet 
supervisé (instance de TamponSimplePOATie, et du client, les identifiants des 
propriétés observables référencées par la condition, et l’URL correspondant au code 
de la classe mi_chargeCondition (afin de permettre son chargement dynamique par 
TamponSimplePOATie). La méthode initialiser(...) est utilisée pour l’instanciation de 
la classe mi_chargeCondition la méthode evaluer() contient le code d’évaluation de la 
condition proprement dit. Ces différentes méthodes sont définies par le protocole de 
supervision. 
La réaction associée à une condition doit être décrite dans une classe 
implantant l’interface ObservateurCondition  (aspect instrumentation) et l’interface 
ClientOperations (aspect objet Corba accessible à distance)  par la méthode 
traiterCondition.  
 
public class ClientServant implements ObservateurCondition, ClientOperations { 
 
  public TamponSimple ti = nil ; // objet cible 
  // constructeur 
  public ClientServant(TamponSimple unTampon) { ti = unTampon ; } 
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    // code réactif fourni par l’usager selon ses besoins 
    public void traiterCondition(String refCondition) { 
        System.out.println("seuil :  "+ti.getNbOccupe()); 
        try { 
            int kkk = ti.Retirer(); 
            kkk = ti.Retirer(); 
        } catch (Exception e) { 
            System.out.println("exception"+e); 
        } 
        System.out.println("nouvelle occupation :  "+ti.getNbOccupe()); 
    } 
} // ClientServant 
 
L’application cliente crée un objet accessible à distance de type Client implanté 
par la classe ClientServant pour  décrire la réaction prévue par l’usager. Les lignes en 
gras représentent la programmation de la supervision :  
 
class Application { 
 // programme principal 
   public static void main(String[] args) { 
     // create and initialize the ORB 
     org.omg.CORBA.ORB orb = ORB.init(args, null); 
     // obtention du contexte de nommage initial 
     org.omg.CORBA.Object dnsRef = orb.resolve_initial_references("NameService"); 
     org.omg.CosNaming.NamingContextExt nc =  
org.omg.CosNaming.NamingContextExtHelper.narrow(dnsRef); 
      // activation du POA racine 
      POA poaRacine = org.omg.PortableServer.POAHelper.narrow( 
                            orb.resolve_initial_references("RootPOA") ); 
       poaRacine.the_POAManager().activate(); 
       // connexion du client à l’objet distant tampon Corba 
       org.omg.CORBA.Object objet = nc.resolve_str("TamponSimple "); 
       TamponSimple ti= TamponSimpleHelper.narrow(objet); 
 
        ClientServant client = new ClientServant(nc); 
        ClientPOA leClient = new ClientPOATie(client,poaRacine) ; 
        poaRacine.activate_object(leClient) ; 
        Client proxyClient = leClient._this(); 
        try { 
           SupervisableComponentSupport superviseur =       
                 SupervisableComponentSupportHelper.narrow( nc.resolve_str("SSC")); 
 superviseur.activer( 
       new java.io.File("mi_chargeCondition.class").toURL().toString(), 
        proxuClient, ti 
       ); 
           for (int k=1;k<100;k++) { 
                ti.Deposer(2*k); 
                ti.Deposer(k); 
                int kk = ti.Retirer(); 
           } 
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         } catch (Exception e) { System.out.println(e); }    
    } 
} 
 
La méthode main(...) contient le code du client proprement dit, tandis que la 
méthode  traiterCondition(...), qui prend en paramètre l’URL de l’implémentation de 
la condition, contient le traitant. 
On peut constater que l’instrumentation consiste à ajouter d’une part la 
connexion à distance à un objet superviseur et d’autre part à programmer la méthode 
qui sera appelée lorsque la condition évaluée décrite dans la classe 
mi_chargeCondition sera fausse. Les références à l’objet tampon ti restent les mêmes. 
 
VIII.2.4 Situation du protocole de supervision : 
 La figure suivante décrit l’architecture générale de la supervision : 
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Figure 34. Architecture générale de la supervision 
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Notre proposition s’apparente à une généralisation de la notion de « callback», 
ou encore d’interface active [Hei98], dans le sens où l’utilisateur du composant se voit 
offrir la possibilité de superposer, d’associer des comportements qu’il définit aux 
événements et aux évolutions propres au composant utilisé. Il s’agit d’une 
généralisation puisque le couplage entre les traitants et le composant est lui aussi 
défini par l’utilisateur, et ne se limite pas à des événements prédéfinis par le 
concepteur du composant, comme cela est le cas avec les callbacks, les interfaces 
actives, ou les schémas publier/s’abonner proposés dans le cadre des Java Beans 
[Ham97] ou du service d’événements CORBA [OMG01]. 
Sur cette relation, le paquetage réalisé et le protocole proposé peuvent être vus 
comme un complément et un prolongement des Java Beans. En effet, en introduisant 
la notion de propriété observable et associable à un schéma publier/s’abonner en ce 
qui concerne les modifications, les Java Beans permettent aux clients du Bean de 
contrôler la valeur des propriétés et leur évolution. De ce point de vue, le couplage par 
conditions que nous proposons, au niveau du contrôle, apparaît comme le pendant de 
la notion de propriété: il est destiné à permettre à l’utilisateur U du composant de 
définir un flot d’exécution configurable, puisque l’exécution du service réalisé par le 
composant peut être contrôlée par U, et synchronisée avec un flot d’exécution fourni 
par le client, selon des critères définis par U aussi. Ce point marque bien la différence 
de perspective entre notre proposition et les Java Beans : alors que ces derniers, 
centrés sur le contrôle des propriétés, limitent les possibilités de coordination à des 
événements définis par le concepteur du composant et aux changements de valeur des 
propriétés, nous mettons l’accent sur l’expression d’une coordination définie par 
l’utilisateur, et basée sur les propriétés. Les composants supervisables peuvent ainsi 
être considérés comme des Beans « instrumentables ». Comme dans le cas des Java 
Beans, le service de supervision prend la forme d’une classe de support, intégrée au 
composant supervisable. 
VIII.3 Evaluation : 
Le SSC vise à permettre de superposer un service de supervision, de contrôle à 
des composants existants, à des fins classiques de suivi, de mise au point ou encore 
d’adaptation. Le service proposé présente la particularité, liée à la nature même des 
composants, de permettre de définir la supervision indépendamment du flot de 
contrôle et de l’implémentation du composant, à partir d’une spécification des 
propriétés attendues du composant, fournie par l’utilisateur. Ce service de supervision 
permet donc de contrôler la conformité d’un composant aux besoins de l’utilisateur, 
voire d’adapter le composant aux attentes de ce dernier, sans qu’il soit nécessaire de 
considérer la sémantique ou l’implantation du composant. 
Il convient bien entendu de relativiser sérieusement les perspectives 
prometteuses offertes par ce service : la mise en œuvre de cette supervision est basée 
sur un mécanisme dont le coût est à la hauteur de la souplesse d’adaptation obtenue. 
Le principe est en effet d’évaluer et de contrôler au fil de l’exécution la conformité de 
l’évolution du composant vis-à-vis de la spécification fournie par l’utilisateur. La 
comparaison directe entre notre approche et une approche classique paraît délicate, 
car les apports respectifs se situent dans deux différentes dimensions: la rapidité 
d’exécution pour le second, la souplesse et la facilité de développement pour le 
premier.  
Pour permettre de situer notre approche en termes de coût d’exécution, nous 
avons procédé à une évaluation sommaire du surcoût induit par l’introduction du 
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service de supervision, qui fait apparaître des performances dégradées d’un facteur 
d'environ 60 par rapport à une utilisation directe du composant, en supposant une 
utilisation conforme à la sémantique fournie par le concepteur.  
Si des optimisations du paquetage actuel sont sans doute envisageables, il n’en 
demeure pas moins que le mécanisme utilisé est fondamentalement très coûteux. Le 
service de supervision parait donc devoir être réservé principalement à des contextes 
ayant pour caractéristiques d’être des systèmes dynamiques, ouverts, où les besoins de 
supervision ou d’adaptation sont importants, et où les composants disponibles sont 
des boîtes noires, et ne peuvent être modifiés directement ou simplement, tout en 
ayant une sémantique imprécise ou inadéquate vis-à-vis des besoins. Ce type de 
contexte se peut se retrouver notamment dans le cadre de systèmes critiques, où 
l’assurance de la conformité par rapport aux besoins est essentielle, ou encore dans le 
cadre des systèmes et services répartis, où la question de la supervision fait l’objet de 
recherches actives, tant à des fins d’administration [DL02a], que de suivi, de mise au 
point [GSZ01], ou de contrôle de validité [CSD03]. En particulier, les Web Services 
[Sou04] fournissent actuellement un champ d’application privilégié aux travaux dans 
ce dernier domaine. Pour notre part, dans un cadre plus large de développement de 
systèmes d’information répartis, nous nous appuyons sur le SSC pour la mise en 
œuvre d’un « Service de Sûreté de Service » [PMP03a] qui permet de contrôler la 
conformité de l’interaction liée à l’utilisation globale d’un service (et non plus d’un 
unique composant), au regard de spécifications fournies par l’utilisateur et décrites 
dans des profils d’utilisation ([PMP03b], [MPP05]).  
Extensions/compléments 
 Pour être effectivement utilisable, la mise en en œuvre de la supervision au 
moyen du SSC, doit être aussi simple que possible, tant du point de vue du concepteur 
du composant que de celui de son utilisateur. Le protocole présenté, fixe un ensemble 
de règles destiné à permettre une mise en œuvre systématique. Le respect de ces 
règles ne présente pas de difficulté particulière, mais leur mise en œuvre par le 
concepteur du composant pourrait devenir fastidieuse, et constituer une source 
d’erreurs. Il nous semble donc intéressant de compléter ce niveau de spécification, qui 
restera toujours utile dans le cas où un contrôle ou une évaluation fine des propriétés 
observables s’avère nécessaire, par un « compilateur de composants supervisables ». 
Ce compilateur produirait les composants supervisables, à partir des données des 
composants initiaux et de la spécification des propriétés observables, de manière 
analogue à celle dont les compilateurs de talons intègrent les services de base liés à la 
répartition à partir des données d’une interface initiale. 
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Chapitre IX  
 
  MISE EN ŒUVRE DU SSS 
 
L’objectif de notre travail, présenté dans ce chapitre est de construire un 
service d’adaptation et de contrôle, dans le cadre des systèmes d’information, qui soit 
adapté au contexte à large échelle, dynamique et réparti dans lequel de plus en plus 
d’applications sont développées actuellement. 
Notre approche est d’envisager l’adaptation du composant à (chacun de) ses 
contextes d’utilisation.  
Au lieu de considérer et gérer des spécifications élaborées par les concepteurs 
de composants, nous proposons de partir d’une expression de l’utilisation, fournie 
selon un point de vue proche de l’utilisateur final. Cette expression, que nous 
appelons « profil d’usage », et qui a été détaillée dans le chapitre VI, doit permettre à 
l’utilisateur de caractériser les comportements attendus, possibles, ou anormaux du 
composant au regard de l’utilisation particulière qu’il en fait, ainsi que les adaptations 
demandées au comportement du composant.  
La section suivante présente l’utilisation du SSS et rappelle les caractéristiques 
essentielles des profils d’usage. Nous présentons ensuite l’architecture du SSS, puis 
ses principes de réalisation. 
IX.1  Utilisation du SSS 
Comme nous l’avons vu précédemment, un profil d’usage est défini comme un 
ensemble de triplets ; chaque triplet comportant une propriété attendue du service 
utilisé, un code d’adaptation, à exécuter dans le cas où le comportement n’est pas 
conforme, et un échénacier définissant les modalités d’évaluation de la propriété. 
IX.1.1  Spécification de propriétés relatives au service utilisé 
Une fois un composant choisi par l’usager, ce dernier doit pouvoir énoncer un 
ensemble d’«intentions d’utilisation », de propriétés qui précisent les besoins de 
l’utilisateur relativement au composant. Les propriétés peuvent porter sur les aspects 
tant fonctionnels (expression d’adaptations au comportement du service, éléments du 
protocole d’interaction avec le composant, comme l’ordonnancement des opérations 
envisagées sur le composant), que non fonctionnels (besoins en matière de sécurité, de 
tolérance aux pannes, d’utilisabilité des données...). La notion de sûreté de service 
apparaît alors comme le moyen de contrôler si les propriétés d’usage seront 
effectivement garanties. 
Les propriétés spécifiées dans un tel profil seront généralement : 
- globales : exprimées indépendamment de l’architecture (fonctionnelle) du 
composant, ou de la spécification de son déploiement (autres aspects). 
- exprimées de manière plus abstraite, avec des références à l’univers de 
l’utilisation davantage que l’univers de l’implémentation, et donc dans un langage 
distinct des langages de mise en œuvre. 
Le chapitre VI a proposé une typologie de ces contraintes, en distinguant deux 
dimensions :  
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– le domaine des contraintes, selon qu’elles portent sur le service utilisé 
lui-même, sur le contexte d’exécution, les ressources allouées au service, ou sur 
l’interaction entre le client et le service  
– la nature, le niveau des contraintes qui peuvent être des prédicats 
directement relatifs au service (contraintes «sémantiques »), ou des prédicats relatifs 
aux conditions d’utilisation du service (contraintes «pragmatiques »)  
Nous utiliserons par la suite la première de ces deux dimensions, qui a une 
incidence directe sur la manière dont les contraintes sont évaluées.  
IX.1.2  Spécification des réactions 
D’autre part, il faut spécifier les actions à entreprendre, en fonction du résultat 
de l’évaluation des propriétés. A ce niveau, le plus immédiat paraît être la définition 
d’un traitant, associé au respect (ou à la violation) des intentions exprimées par 
l’utilisateur. Telle qu’elle est actuellement envisagée, la description des réactions et de 
leur couplage avec l’activité du composant (cf infra) est opérationnelle, au niveau du 
langage de programmation. Selon les aspects considérés, il est concevable d’envisager 
des spécifications de plus haut niveau, déclaratives et/ou proches de l’utilisateur.  
IX.1.3  Définition des modalités d’évaluation 
Enfin, il faut préciser la manière dont les propriétés sont évaluées : de manière 
synchrone, en continu, ou de manière cyclique, indépendante de l’évolution du service 
utilisé. Dans ce cas, les instants d’évaluation peuvent être spécifiés comme une liste 
d’instants élémentaires, liés au temps physique absolu, ou relatifs à l’instant de début 
d’utilisation. Un instant élémentaire pourrait être un n-uplet d’unités de temps (avec 
une valeur indiquant le parcours de l’ensemble des valeurs d’une unité). 
IX.2  Architecture du service 
Selon le rôle envisagé pour ce mécanisme d’adaptation, les profils d’usage 
pourront être exploités au niveau de l’application, par un moniteur contrôlant et 
adaptant le comportement du composant, et/ou au niveau du conteneur du composant, 
afin d’adapter et d’optimiser dynamiquement le service rendu, en fonction des 
utilisations en cours. 
IX.2.1  Principe 
Le principe de mise en œuvre est simple : il s’agit de suivre l’évolution des 
événements et propriétés décrits par le profil d’usage, afin, le cas échéant, d’exécuter 
les réactions prescrites par le profil. Les événements et propriétés à observer sont 
localisés au niveau du composant, du client, ou de l’interaction entre client et 
composant. Fonctionnellement, au niveau le plus abstrait, le SSS se présente donc 
comme une couche d’interposition entre une application cliente et un service donné. 
Le rôle de cette couche est à la fois de contrôler la conformité entre le service fourni 
et le service attendu, et de permettre d’adapter le service fourni au service attendu. 
IX.2.2   Implantation 
La situation du service de sûreté de service (SSS) vis-à-vis de l’application 
cliente et de l’architecture intégrant le composant utilisé est directement conditionnée 
par les besoins et les possibilités d’observation utiles à l’évaluation des propriétés 
décrites par le profil d’usage. Il est possible de distinguer deux dimensions, liées à 
l’évaluation des contraintes du profil :  
–  La répartition  : le SSS sera présent à la fois côté serveur et côté client, 
suivant le schéma classique mis en œuvre par exemple pour la réalisation des appels à 
distance, qui mettent en jeu un talon client et un talon serveur. Côté client le SSS 
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gèrera l’évaluation des contraintes qui sont évaluables à ce niveau, et assurera 
l’interaction avec le serveur, via l’implantation du SSS côté serveur.  
–  Le synchronisme de l’évaluation. Côté serveur, deux stratégies 
extrêmes existent, et peuvent être combinées, en fonction de la nature des conditions à 
évaluer, des besoins de l’utilisateur, et des ressources disponibles :  
+ Le SSS peut intercepter et contrôler directement et simplement 
l’interaction et le composant. Cette stratégie «lourde» a l’intérêt de garantir une bonne 
réactivité du SSS, et peut s’avérer réaliste dans un contexte réparti, ou dans le cas de 
contraintes de sûreté critiques, ou encore dans le cas de contraintes «fonctionnelles », 
liées à l’état du composant.  
+ Le SSS peut aussi d’observer les propriétés utiles, indépendamment 
de l’activité du service et de l’application utilisatrice. Cette stratégie « non intrusive » 
est clairement moins pénalisante relativement aux performances, mais, du fait de son 
caractère asynchrone, peut entraîner un décalage entre évolutions et réactions.  
Dans tous les cas, l’implantation côté serveur s’appuie sur le service 
d’instrumentation implanté par le SSC.  
Par ailleurs, suivant les objectifs poursuivis, le service peut être implanté côté 
client (adaptation et suivi (contrôle) de service, optimisation locale du service ou de 
son implantation), ou côté serveur (gestion de ressources partagées ; réalisation de 
services, de contrôles, ou d’optimisations globaux...). 
IX.2.3   Situation par rapport aux techniques d’adaptation 
Un certain nombre de schémas et de modèles existent déjà pour adapter un 
composant en vue de permettre son évolution ou son intégration à une architecture 
donnée : patrons de conception « wrapper » et « observer » [GHJ94], techniques de 
superposition basées sur la délégation et le monitorage [Bos99], interfaces actives 
[Hei98], ... Vis-à-vis de ces techniques, notre proposition combine un ensemble de 
traits distinctifs, dont :  
– Le choix d’un point de vue utilisateur pour la spécification du contexte 
et des adaptations requises pour l’utilisation, ainsi que la possibilité de réaliser une 
adaptation spécifique à chaque utilisation. Cette approche paraît particulièrement 
intéressante dans le contexte de systèmes ouverts, dynamiques et évolutifs comme les 
systèmes répartis, ainsi que dans le contexte de systèmes critiques, lorsque les 
composants sont vues comme des boîtes noires, dont la validité doit être garantie au 
moment de l’utilisation.  
– L’accent mis sur la spécification d’une composition, d’un couplage 
souple et déclaratif des comportements du composant et de son utilisation. 
IX.3  Principe de traduction des contraintes du profil : 
IX.3.1  Localisation de l’évaluation des contraintes : 
Les contraintes du profil vont être traduites différemment selon leur domaine, 
pour reprendre la typologie précédemment rappelée. En effet, il nous semble naturel 
de localiser l’évaluation des contraintes à l’endroit où surviennent les événements 
considérés par les contraintes. Ainsi nous distinguons : 
– les contraintes relatives à l’interaction/la session, qui seront localisées 
sur le client: nous avons considéré des expressions de chemins, des temps de réponse  
– les contraintes relatives au service, ou à son contexte d’exécution, qui 
seront localisées sur le serveur. 
144 Thèse « Adaptation des composants centrée sur l’utilisation»                                    
     
IX.3.2  Mise en œuvre du SSS : 
Quelle que soit la localisation de l’évaluation, le protocole de mise en œuvre 
du SSS est similaire à celui du SSC : à chaque propriété est associé un comportement 
(automate, échéancier du type crontab...) définissant la manière dont est gérée 
l’activité d’évaluation. L’implémentation du service de sûreté de service se ramène 
alors à l’implémentation d’un moniteur, offrant l’interface du composant, déléguant 
les requêtes qu’il intercepte au composant qu’il contrôle, et intégrant un ordonnanceur 
qui exploite les informations de couplage du profil, ainsi que les requêtes pour gérer 
les activités d’évaluation de propriétés et de réaction associées aux propriétés. Par 
rapport au SSC, le protocole de mise en œuvre du SSS présente deux particularités 
principales :  
* La prise en compte de la répartition des évaluations : 
 Ainsi :  
– Le profil est traduit par tissage dans un intercepteur/proxy, côté client, 
qui gère les propriétés supervisables localisées sur le client, ainsi que leur évaluation.  
– L’intercepteur côté client transmet les requêtes à un intercepteur côté 
serveur, qui gère les propriétés supervisables localisées sur le serveur, ainsi que leur 
évaluation.  
* L’évaluation des propriétés : 
 Cette évaluation est généralement asynchrone, selon un échéancier fourni par 
l’utilisateur.  
Nous avons choisi pour spécifier le contrôle de l’évaluation un schéma simple 
et relativement général, où les instants d’évaluation peuvent être spécifiés comme une 
liste d’instants élémentaires, liés au temps physique absolu, ou relatifs à l’instant de 
début d’utilisation. L’évaluation synchrone constitue un cas particulier, coûteux le 
plus souvent, dans un contexte réparti 
Chaque contrainte du profil sera donc gérée par une activité cyclique, localisée 
sur le serveur ou sur le client, selon la nature de la contrainte. 
– Certaines contraintes, comme en particulier les contraintes relatives à la 
qualité de service ou les contraintes sur le protocole d’utilisation du service, seront 
évaluables par une activité au niveau du client, ce qui devra être privilégié, dans la 
mesure du possible, puisque cela allège d’autant la charge du serveur ;  
– Cependant, la plupart des contraintes, comme les contraintes portant 
sur le contexte d’exécution du composant, ou les contraintes spécialisant le service ne 
seront évaluables efficacement que par une activité au niveau du serveur.  
IX.3.2.1  Mise en œuvre du SSS côté client  
Il n’y a pas a priori de problème : les contraintes portent sur des aspects locaux 
au client, et contrôlables/observables par le client  
IX.3.2.2  Mise en œuvre du SSS côté serveur  
Dans le cas général, les contraintes, de par leur caractère global, peuvent 
porter sur les propriétés de plusieurs composants. L’implantation du SSS s’appuie sur 
le SSC, et sur le service de propriétés des Java Beans. Nous distinguons deux cas : 
– Les contraintes dont l’évaluation est asynchrone ou périodique 
pourront utiliser les accesseurs classiques des composants (getXxx() des Java Beans)  
– Les contraintes dont l’évaluation doit être synchrone/continue : 
+ pourront être transmises au SSC, si ce sont des contraintes 
étémentaires (portant sur un seul composant) ou si elles peuvent être décomposées en 
contraintes élémentaires  
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+ ou (sinon) s’appuieront sur l’interface de propriétés «vetoables» 
du composant  
IX.4  Conclusion 
La définition des aspects d’usage les plus pertinents dans un profil, ainsi que 
leur exploitation dynamique afin d’adapter le composant à chacune de ses utilisations 
constitue un point fondamental de l’approche proposée. 
De ce point de vue, les langages de description de composants (ADL: 
Architecture Definition Language) peuvent apporter des éléments dans la mesure où 
de tels langages spécifient de nombreux aspects d’un composant. Une certaine 
homogénéité de description doit même être recherchée dans la mesure où l’on peut 
envisager de valider a priori un profil d’usage par rapport à la description du 
composant. 
Un autre thème important est de trouver les aspects d’usage auxquels un 
composant puisse s’adapter. Il existe au moins un aspect possible, celui des 
ressources. La spécification dans un profil de la qualité de service espéré par l’usager 
du composant peut être utilisée pour adapter l’ordonnancement des requêtes de 
l’usager et l’allocation de ressources au composant. 
Par ailleurs, une étude de l’intégration des profils à la description 
architecturale des composants devra être entreprise de manière similaire à l’étude 
réalisée pour J2EE avec le langage d’architecture Armani [SG00]. 
Enfin, une mise en œuvre dans un environnement CORBA ou J2EE permettra 
de mieux cerner les problèmes de coût de ce service de sûreté d’usage dans le 
contexte d’une plate-forme répartie de composants. 
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Chapitre X  
 
ETUDE DE CAS 
L’objectif de ce chapitre est de présenter une implantation partielle des 
mécanismes proposés pour l’adaptation centrée sur l’utilisation. 
Dans un premier temps, nous présentons l’application utilisée comme support 
ainsi que différents mécanismes nécessaires à la mise en oeuvre de notre schéma 
d’adaptation (logs & profils en particulier). Cette étude de cas développe l’exemple 
illustratif abordé au VI.4.1.  
Nous donnons une spécification UML de l’ensemble de notre prototype. 
Notre implantation utilisant CORBA, nous fournissons une description IDL 
des différentes interfaces d’objets accessibles à distance. 
Enfin, nous résumons les principales caractéristiques de cette réalisation 
conduisant à la définition d’un cadre générique indépendant de toute application 
métier. 
X.1 Problème : 
L’application métier choisie est un système de change de monnaie qui se 
compose d’institutions, de clients usagers et d’un serveur central. Le serveur central 
gère les institutions et répond aux requêtes des clients. 
Au lieu d’accéder directement au serveur central, un utilisateur (client ou 
institution) peut maintenant passer ses requêtes auprès d’un inspecteur. 
Derrière l’inspecteur, tout d’abord il existe un traceur. Le traceur se charge 
d’enregistrer les informations relatives à chaque méthode métier du client dans un 
objet particulier appelé « log » sur lequel les statistiques seront réalisées selon les 
besoins utilisateurs (Il existe deux sortes de log : un log commun pour tous les clients 
et un log par institution si l’institution le nécessite). Ces statistiques constituent  une 
base permettant de créer une liste de mesures et une liste de bornes qui aideront les 
clients à formuler les conditions d’exécution. L’application réalisée propose une 
forme simple pour les conditions d’exécution : chaque mesure (propriété observable) 
est liée à une borne par un opérateur de comparaison.. Le traceur doit gérer le cycle de 
vie de chaque élément d’un log et aussi le cycle de vie de chaque log. 
L’inspecteur a la responsabilité de permettre aux clients d’exprimer leurs 
besoins à travers leurs profils d’usage. Pas à pas, il les aide à les construire, les gérer 
et les évaluer en utilisant deux services : le service de supervision de composants 
(SSC) et le service de sûreté de service (SSS). Grâce  à ces deux services, la 
construction et la mise à jour deviennent très dynamique, en fonction de la volonté de 
l’utilisateur de choisir une mesure et une borne prédéfinies ou de les créer lui-même. 
L’évaluation d’un profil est réalisée selon deux modes : sur demande utilisateur ou 
périodiquement. 
X.1.1 Aspects fonctionnels : 
Les aspects fonctionnels sont décrits par les méthodes métier comme : 
- Création d’un changeur, l'enregistrer 
- Désenregistrement d’un changeur 
- Modification du taux de change d’un couple de devises 
- Recherche des changeurs disponibles 
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- Change de monnaies 
X.1.2 Aspects non-fonctionnels : 
-   (nbr : nombre maximum ou minimum) 
En général, les calculs suivants reflètent le débit du système (paragraphe 
VI.3.2.2) : 
Globalement : 
- nombre d’accès total 
- changeur le plus/ moins préféré pour un couple de devises/ jour (courant ou 
quelconque) 
- changeur le plus/ moins préféré pour un couple de devises/ heure (courant ou 
quelconque) 
- taux le plus haut/ bas pour un couple de devises 
Ils sont calculés immédiatement ou dans un échéancier donné 
(périodiquement). 
Pour chaque institution ou pour une méthode quelconque : 
- nombre d’accès total 
- nombre d’accès / jour (courant ou quelconque) 
- nombre d’accès / jour/ devises 
- nombre d’accès / devises 
- nombre d’accès / heure (courant ou quelconque) 
- nombre d’accès / heure/ devises 
Ces aspects sont très génériques ; c’est pourquoi nous avons utilisé la méta-
modélisation pour les concevoir. 
En outre, les aspects non-fonctionnels suivants  pourraient être mesurés: 
- les index MTTF, MTBF exprimant la fiabilité 
- l’index MTTR exprimant la réparabilité 
- l’index D exprimant la disponibilité (paragraphe VI.3.2.1). 
- le délai : délai total= temps de réponse, délai de réseau, délai de serveur 
- le taux d’utilisation du service (service d’enregistrer/ désenregistrer un 
changeur, service de fournir les changeurs disponibles, service de change de 
monnaies). 
- la demande de service (paragraphe VI.3.2.2). 
X.2 Spécification UML : 
X.2.1 Les acteurs du système 
Ainsi, les acteurs du système (définis d’après le formalisme UML [MG00]) 
sont : 
- le serveur central 
- l’inspecteur 
- le client 
- l’institution 
Le traceur et les services SSC et SSS sont considérés comme les éléments du 
système. 
 
Le serveur central prépare des services système nécessaires et répond aux 
requêtes métier qui lui arrivent.  
L’inspecteur qui joue le rôle d’un intercepteur du composant, permet aux 
clients -usager et aux institutions de choisir un groupe de tâches parmi les cinq 
groupes : 
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A. Réalisation des fonctionnalités métier 
B. Mise à jour de log 
C. Mise a jour des listes de SSS 
D. Evaluation et affichage des triplets du profil 
E. Mise à jour et évaluation de profil 
Selon ce choix, l’inspecteur permet de choisir une parmi des tâches dans la 
liste correspondante. La plupart des tâches portent sur les aspects non-fonctionnels.   
Il existe des tâches se relient aux aspect fonctionnels spécifiés dans le groupe 
A. Le groupe B réserve à la gestion des logs. Dans le groupe C, les tâches d’ajout, de 
recherche, de modification et de parcours sont répétées pour la liste de mesures, la 
liste de bornes, et la liste de réactions. L’évaluation et l’affichage individuels de triplet 
sont réalisées dans le groupe D, tandis que le groupe E permet l’évaluation et la mise 
à jour d’un profil quelconque. 
Le cas d’utilisation ci-dessous présente ces fonctionnalités générales de  tous 
les acteurs : 
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Figure 35. Cas d’utilisation général 
Mise à jour= création + recherche + modification  
+ affichage + suppression 
B. Mise à jour de log
C. Mise a jour des listes de SSS 
D. Evaluation et affichage 
des triplets du profil 
E. Mise à jour et évaluation de profil
A. Réalisation des 
fonctionnalités métier 
Préparation des services système
Institution 
Inspecteur 
Serveur 
central 
Client 
     
 
 
 
 
 
pour le
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
(*) : as
Inspecte
Client
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Les cas d’utilisation suivants fournissent un niveau de détail supplémentaire
s tâches réalisées par les acteurs (sauf la préparation des services système) : pect fonctionnel 
(*) A. Réalisation des 
fonctionnalités métier
(*) Créer un changeur, 
l'enregistrer et ajouter au 
(*) Désenregistrer un changeur
(*) Modifier le taux de change
(*) Change de monnaies
(*) Chercher les changeurs 
disponibles et ajouter au log 
ur 
Institution 
 
Serveur 
central 
Figure 36. Les tâches du groupe A (Réalisation 
des fonctionnalités métier) 
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C. Mise a jour des 
listes de SSS
… 
Parcourir la liste des réactions
Ajouter une borne dans la 
liste des bornes de SSS
Parcourir la liste des mesures 
Supprimer une mesure
Chercher une mesure de 
l'ordre i dans la liste
Ajouter une mesure dans la 
liste des mesures de SSS
Ajouter les mesures à  
partir d'un fichier
Modifier une mesure 
B. Mise à jour d’un log
Consulter les statistiques 
sur le log commun
Supprimer un log créé 
Enregistrer un log 
Chercher les logs créés 
Créer un log  pour une institution
Créer un log commun
pour les clients 
Inspecteur 
Institution 
Client
Figure 
37. 
Tâches 
des 
groupes 
B et C 
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E. Mise à jour et 
évaluation d'un profil
Créer un profil
Ajouter un triplet dans un profil 
Modifier un profil 
Afficher tous les triplets 
d'un profil
Enregistrer un profil 
Supprimer un profil 
Chercher un profil 
Supprimer un triplet dans un profil
Evaluer un profil (sur 
demande/ périodique)
Afficher une condition 
Evaluer une mesure 
dans une condition
D. Evaluation et affichage 
des triplets du profil
Evaluer une condition 
Provoquer une réaction 
décrite dans un triplet
Afficher un triplet 
Evaluer une borne 
dans une condition
Client
Inspecteur 
Figure 
38. 
Tâches 
des 
groupes 
D et E 
     
X.2.2 Les tâches à réaliser : 
X.2.2.1 Les tâches pour les logs : 
Pour les logs, le traceur assure le rôle de gestionnaire de logs. Donc, il va 
apparaître dans le diagramme d’activités en tant que le représentant du système. 
Un log se compose des objets LogObject. Chaque fois qu’une méthode est 
exécutée, les informations suivantes sont sauvegardées dans un LogObject : 
- le nom de l’objet appelant, 
- l’objet appelé,  
- le nom de méthode 
- le moment où la méthode commence à avoir lieu 
- le moment où la méthode finit 
- les paramètres de la méthode 
X.2.2.1.1 Préparation : 
Représentation textuelle : 
Le serveur central prépare des services système comme contacter le service de 
nommage, créer les servants nécessaires, etc. Le traceur crée un log commun pour 
tous les clients. 
Diagramme d’activités : 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Institution Client Traceur Serveur central
Création d’un log 
commun pour tous 
les clients 
: Log
Préparation des 
services système 
Figure 39. Préparation des services système 
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X.2.2.1.2. Enregistrement du changeur  : 
Représentation textuelle : 
Avant de fournir des services de change de monnaie via un changeur pour un 
couple de devises, une institution doit demander au serveur central d’enregistrer ce 
changeur. Il doit fournir les informations suivantes : 
- nom de changeur 
- devise source 
- devise cible 
- taux de change 
Parallèlement, le traceur crée un log pour cette institution. La clé du log est le 
nom fourni.  
Quand le serveur central ajoute une instance dans le composant Changeur, le 
traceur ajoute un élément (LogObject) au log.  
 
Diagramme d’activités : 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Demande 
d’enregistrement 
du changeur
Enregistrement 
du changeur 
Création d’un log 
pour l’institution 
: Log
[nom] 
Ajout d’un 
LogObject au log 
: Log
[nom]
: LogObject
[nom, 
devises, taux] 
: Changeur 
[nom, devises, taux]
Institution Client Traceur Serveur central
Figure 40. Enregistrement du changeur  
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X.2.2.1.3 Modification de taux 
Représentation textuelle : 
Une institution veut modifier le taux de change pour un couple de devises. Elle 
doit demander au serveur central en lui fournissant : 
- le nom de ces devises 
- le taux ancien de change 
- le taux nouveau 
Le changeur correspondant doit être mis à jour. Un objet LogObject est ajouté 
au log. 
Diagramme d’activités : 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Institution Client Traceur Serveur central
: Log
[nom] 
Ajout d’un 
LogObject au log 
: Log
[nom]
: LogObject
Modification de
taux de change
[devises, 
taux1, taux2] 
: Changeur 
[devises, taux1, taux2]
Demande de 
modification de 
taux de change
[nom]
Figure 41. Modification de taux 
 
X.2.2.1.4  Désenregistrement 
Représentation textuelle : 
Quand une institution demande au serveur central de se désenregistrer, le 
dernier réalise le désenregistrement avec les informations du changeur enregistré. Le 
log correspondant à cette institution est supprimé. 
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Diagramme d’activités : 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Désenregistrement 
: Log
[nom] 
Suppression du log 
de l’institution 
Demande de 
désenregistrement
[nom]
: Changeur 
[nom, devises,taux] 
Institution Client Traceur Serveur central
Figure 42. Désenregistrement 
 
 X.2.2.1.5 Requêtes du client auprès le serveur central : 
Représentation textuelle : 
Le client veut connaître les changeurs disponibles pour un couple de devises 
donné. Le serveur central lui répond par une liste de changeurs disponibles parmi 
lesquels le client choisit un changeur. Le client demande ensuite la valeur du change 
pour une somme quelconque de la devise source. Le serveur central lui donne le 
résultat. 
Pour chacune des deux méthodes Disponible et Combien, appelées auprès du 
serveur central, le traceur ajoute un objet LogObject. 
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Diagramme d’activités : 
Institution Client Traceur Serveur central
Affichage des
changeurs  
disponibles
: Log
[nom] 
Ajout d’un
LogObject 
au log 
: LogObject
Calcul de la 
valeur du change
Demande de la 
valeur du change
Choix d’un changeur 
: Changeur 
[nom, devises, taux]
[nom_changeur]
[nom_changeur, 
devises, total] 
Ajout d’un
LogObject  
au log 
: Log
[nom]
: LogObject
Demande des  
changeurs disponibles
[devises]
: Log
[nom] 
Figure 43. Requêtes du 
client auprès le serveur 
[résultat] 
     
X.2.2.1.6. Statistiques demandées par une institution 
Représentation textuelle : 
Une institution demande des statistiques sur un log, comme indiqué au X.1.2 
(les aspects non-fonctionnels). Le service SSS va réaliser le calcul sur les objets 
LogObject du log pour donner les résultats. 
Diagramme d’activités : 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
: Log
[nom] 
Calcul des  
statistiques sur le log 
[résultat] 
Demande de  
statistiques sur le log
[critères]
Institution Client SSSServeur 
 central 
Figure 44. Statistiques demandées par une institution 
 
 X.2.2.1.7. Statistiques demandées par un client 
Représentation textuelle : 
Les statistiques demandées par un client sont plus limitées que les statistiques 
précédentes. Elles peuvent être : 
- nombre d’accès total 
- changeur le plus/ moins préféré pour un couple de devises/ jour (courant ou 
quelconque) 
- changeur le plus/ moins préféré pour un couple de devises/ heure (courant ou 
quelconque) 
- taux le plus haut/ bas pour un couple de devises 
Elles sont calculées immédiatement ou périodiquement selon un e donné  
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Diagramme d’activités : 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
X.2.2.2 Les tâches pour les profils : 
Institution Client SSS 
Serveur 
central 
: Log
[nom
Calcul des  
statistiques sur le log 
[résultat] 
Demande de  
statistiques sur le 
[critères]
Figure 45. Statistiques demandées par un client 
Les profils sont fabriqués et gérés par le service de sûreté de service (SSS). Ce 
service inclut le service de supervision de composant, donc, il devient un représentant 
du système pour les tâches reliées aux profils. 
En outre, cette fois, il n’y a que l’acteur « client » qui interagit avec le SSS. 
Dans les cas où la colonne « client »  est vide, cela signifie que le client ne peut 
intervenir dans l’évolution du composant. 
X.2.2.2.1 Préparation : 
Représentation textuelle : 
C’est une tâche statique. Le service de sûreté de service (SSS) crée la liste de 
mesures, en ajoutant les mesures contenues dans un fichier qui est conçu et préparé 
par le concepteur. 
Diagramme d’activités : 
Client SSS
: Mesure
Ajout des mesures à 
partir d’un fichier 
[nom de fichier]
Figure 46. 
Préparation 
pour le profil
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X.2.2.2.2. Recherche et ajout d’une mesure 
Représentation textuelle : 
Le SSS affiche les mesures dans la liste attachée pour qu’un client puisse en 
choisir une comme opérande gauche de la condition à créer.  
Si le client trouve la mesure souhaitée, le SSS l’affiche en détail.  
Sinon, le client demande d’ajouter une nouvelle mesure en donnant des 
informations nécessaires sur celle-ci pour sa création : 
- l’index  
- le nom 
- la valeur 
- la méthode à invoquer pour calculer la valeur de mesure si besoin 
- le nom de la classe qui contient la méthode ci-dessus 
La nouvelle mesure est ajoutée dans la liste de mesures attachée au SSS. 
Diagramme d’activités : 
2 
Figure 47. 
Recherche et ajout 
d’une mesure
Client SSS
Choix d’une mesure 
pour l’opérande gauche
Affichage de la 
liste de mesures 
: Mesure
[choisi] [indexMesure] Affichage de mesure 
Demande d’ajouter une 
nouvelle mesure 
[index, nom, valeur, 
méthode, classe] 
[rejeté]
Ajout d’une 
nouvelle mesure 
: Mesure
: Mesure
2
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X.2.2.2.3. Recherche et ajout d’une borne : 
Représentation textuelle : 
Similaire au X.3.2.2, mais un client cherche une borne pour l’opérande droite 
de la condition à créer. 
En outre, les mesures et les bornes ont la même origine : la classe Mesure. 
Donc, dans les deux cas, cette classe est mise à jour. 
 
Diagramme d’activités : 
 
 
 
 
 
 
Ajout d’une 
nouvelle borne 
: Mesure
: Mesure
3 
Client SSS
Choix d’une borne pour
l’opérande droite 
Affichage de la 
liste de bornes
: Mesure
[choisi] [indexBorne] 
Demande d’ajouter une 
nouvelle borne 
[index, nom, valeur, 
méthode] 
[rejeté] 
3
Affichage de borne 
Figure 48. Recherche et ajout d’une borne 
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X.2.2.2.4. Formation d’une condition : 
Représentation textuelle : 
Le SSS demande a u client d’entrer un opérateur. Le client choisit un opérateur 
parmi les opérateurs dans la liste donnée. Avec cet opérateur, l’index de la mesure 
choisie pour l’opérande gauche (par la tâche X.3.2.2) et l’index de la borne choisie 
pour l’opérande droite (par la tâche X.3.2.3), le SSS forme une nouvelle condition et 
l’ajoute comme une nouvelle instance de la classe Condition.
Diagramme d’activités :  
 
 
 
 
Client SSS
Choix d’un opérateur
Demande de saisie d’un 
opérateur (=, >, <) [liste d’opérateurs] 
[opérateur]
Ajout d’une 
nouvelle condition
: Condition
[indexMesure]
2
[indexBorne] 
4
3
Figure 49. Formation d’une condition  
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X.2.2.2.5. Recherche et ajout d’une réaction : 
Représentation textuelle : 
Le SSS affiche une liste de réactions parmi lesquelles le client choisit une 
réaction.  
Si le client trouve la réaction souhaitée, le SSS l’affiche cette fois en détail.  
Sinon, le client demande d’ajouter une nouvelle réaction en donnant des 
informations nécessaires sur celle-ci pour sa création : 
- l’index  
- l’explication 
- la méthode à invoquer 
- le nom de la classe contenant la méthode 
La nouvelle réaction est ajoutée dans la liste de réactions attachée au SSS. 
 
Diagramme d’activités : 
 
 
 
Client SSS
Choix d’une réaction 
Affichage de la 
liste de réactions
: Reaction
[choisi] [indexReaction] Affichage de réaction 
Demande d’ajouter une 
nouvelle réaction 
[index, nom, valeur, 
méthode, classe] 
[rejeté] 
5
5
Ajout d’une 
nouvelle réaction
: Reaction 
: Reaction 
Figure 50. Recherche et ajout d’une réaction  
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X.2.2.2.6. Recherche et ajout d’un échéancier : 
Représentation textuelle : 
Le SSS affiche une liste de échéanciers parmi lesquels le client choisisse un.  
Si le client trouve l’échéancier  souhaité, le SSS l’affiche cette fois en détail.  
Sinon, le client demande d’ajouter un nouvel échéancier  en donnant des 
informations nécessaires sur celui-ci pour sa création : l’unité de temps et la durée. 
Le nouvel échéancier  est ajouté dans la liste de échéanciers  attachée au SSS. 
Diagramme d’activités : 
 
 Client SSS
Choix d’un échéancier
Affichage de la 
liste d’échéanciers 
: Echeancier
Demande d’ajouter un 
nouvel échéancier
[rejeté] 
[index, unité, durée]
Ajout d’un nouvel 
échéancier 
: Echeancier
: Echeancier
[indexEcheancier] 
Affichage d’un échéancier 
[indexEcheancier] 
6
[choisi] : Echeancier 
[indexEcheancier]
Figure 51. 
Recherche 
et ajout 
d’un 
échéancier 
6
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X.2.2.2.7. Création d’un profil 
Représentation textuelle : 
Le client demande de créer un profil en donnant son nom. Le SSS crée un 
profil vide ayant le nom de client comme la clé de profil. Le profil créé est propre à ce 
client. 
Diagramme d’activités : 
Client SSS 
Demande de 
création d’un profil
Création d’un profil 
: Profil
[nom]
: Profil
[nom]
Figure 52. Création d’un profil 
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X.2.2.2.8 Ajout d’un triplet dans le profil : 
Représentation textuelle : 
Le client demande d’ajouter un triplet  dans son profil. Le SSS fait la 
recherche de ce profil par le nom du client. Avec une condition, une réaction et un 
échéancier trouvés respectivement par les tâches X.3.2.4, X.3.2.5, X.3.2.6, le SSS crée 
un nouveau triplet et l’ajoute dans le profil. 
 
Diagramme d’activités : 
Demande d’ajout d’un 
triplet  dans un profil 
Recherche du profil 
: Profil 
[nom]
Ajout de nouveau triplet dans le profil
4
: Condition
5
: Reaction
6
: Echeancier
: Profil 
[nom]
: Profil 
[nom]
: Triplet 
Client SSS
Figure 53. Ajout d’un triplet dans le profil  
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X.2.2.2.9. Affichage d’un triplet dans un profil 
Représentation textuelle : 
Pour afficher un triplet, il faut que le SSS analyse tout d’abord les parties du 
triplet en cours. 
Dans la condition actuelle, il n’existe que l’index de la mesure et  l’index de la 
borne et l’opérateur de la condition. Le SSS accède à la classe Mesure avec ces index 
pour avoir les instances nécessaires comme l’opérande gauche et l’opérande droite de 
la condition. Assemblées avec l’opérateur, elles permettent d’afficher la condition du 
triplet. 
Le triplet ne contient que l’index de la réaction qui permet au SSS d’accéder à 
la classe Reaction pour avoir l’instance en besoin et l’afficher. 
Pour l’échéancier, c’est plus simple car l’on sauvegarde toutes les 
informations de l’instance de la classe Echeancier dans le triplet. Le SSS affiche cette 
instance. 
L’affichage du triplet actuel est la combinaison de les trois affichages cités ci-
dessus.  
Diagramme d’activités : 
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Client SSS 
Analyse du triplet 
: Echeancier : Condition
Analyse de condition
Ev ealuation de mesure/ born
: Mesure
[iMesure] 
: Mesure
[iBorne]
: Mesure
[iMesure] 
: Mesure
[iBorne]
Affichage de condition
[opérateur]
Affichage de réaction 
: Reaction
[indexReaction] 
Affichage 
d’échéancier
9
[iMesure] [iBorne]
Recherche de 
mesure/ borne
:Mesure
[indexReaction]
Recherche de réaction 
: Reaction
Figure 54. Affichage d’un 
triplet dans un profil
: Triplet 
     
X.2.2.2.10. Affichage d’un profil : 
Représentation textuelle : 
Le client demande d’afficher son  profil. Le SSS fait la recherche de ce profil 
par le nom du client. Il parcourt et affiche tous les triplets du profil. 
 
Diagramme d’activités : 
Demande d’affichage  
de son  profil 
[nom]
Recherche du profil 
: Profil 
: Profil 
[nom]
fin de profil
Affichage de triplet du profil 
: Triplet 
sinon
Client SSS
Figure 55. Affichage d’un profil 
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X.2.2.2.11. Evaluation d’un triplet 
Représentation textuelle : 
Le SSS affiche le triplet en cours. En appelant les méthodes (contenues 
dans la classe ClienThread) dont les noms figurent dans la mesure et la borne 
(contenues dans la classe Mesure) de la condition du triplet, le SSS évalue la 
mesure et la borne, et évalue alors la condition. 
Les informations tirées de la réaction (le nom de classe, le nom de 
méthode à invoquer ...) et de l’échéancier (unité de temps, durée) du triplet 
permettent au SSS d’invoquer la réaction spécifiée par le client.  
L’évaluation d’un triplet est ainsi terminée. 
Diagramme d’activités : 
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Client SSS
Evaluation de la mesure 
et de la borne du triplet  
: Mesure : ClienThread
Evaluation de la condition  
: Mesure : Condition
: Condition
Affichage de la condition 
: Reaction
Invocation de la réaction 
Affichage du triplet  
: Triplet
: Echeancier
Figure 56. Evaluation d’un triplet 
     
X.2.2.2.12. Evaluation d’un profil (sur demande) 
Représentation textuelle : 
Similaire à la tâche d’affichage d’un profil, mais au lieu d’afficher chaque 
triplet du profil, le SSS l’évalue par la tâche X.3.2.11.  
Diagramme d’activités : 
Demande d’évaluation 
d’un profil 
[nom]
Recherche du profil 
: Profil 
: Profil 
[nom]
fin de profil
Evaluation du triplet 
: Triplet
sinon
Client SSS
Figure 57. Evaluation d’un profil (sur demande)
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X.2.2.2.13. Evaluation périodique d’un profil  
Représentation textuelle : 
L’évaluation périodique est réalisée de la même façon que la tâche précédente, 
mais à condition que la période donnée soit conforme à l’échéancier de chaque triplet 
en cours. 
Diagramme d’activités : 
: Echeancier 
[nom]
Demande d’évaluation 
périodique d’un profil 
Recherche du profil 
: Profil 
: Profil 
[nom]
fin de profil 
Affichage du triplet 
: Triplet
sinon
[période]
sinon 
Évaluation du triplet 
période= 
échéancier 
Client SSS
Figure 58. Evaluation périodique d’un profil 
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X.2.2.2.14. Mise à jour d’un triplet 
Représentation textuelle : 
Tout d’abord, le SSS affiche le triplet en question. Le client choisit la partie à 
modifier du triplet : la condition, la réaction ou l’échéancier. 
- Si la condition est à modifier, le SSS réalise la tâche X.3.2.4 
- Si la réaction est à modifier, le SSS réalise la tâche X.3.2.5 
- Si l’échéancier est à modifier, le SSS réalise la tâche X.3.2.6 
Ensuite, le SSS met à jour le triplet. 
Pour simplifier, nous supposons qu’une seule partie du triplet est mise à jour 
(au lieu d’entrer dans une boucle pour parcourir éventuellement toutes les parties). 
Pour une autre partie, le client peut répéter cette tâche avec l’option convenable. 
Diagramme d’activités : 
Choix de la partie à 
modifier du triplet  
Affichage du triplet  
: Triplet 
[réaction] [condition] [échéancier]
Mis à jour du triplet 
: Triplet
5
: Reaction: Condition
4 6
: Echeancier 
Client SSS
Figure 59. 
Mise à jour 
d’un triplet
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X.2.2.2.15. Mise à  jour d’un profil : 
Représentation textuelle : 
Similaire à la tâche d’affichage d’un profil, mais au lieu d’afficher chaque 
triplet du profil, le SSS le met à jour par la tâche X.3.2.14.  
 
Diagramme d’activités : 
 
Demande de mise à jour 
d’un profil 
[nom]
Recherche du profil 
: Profil 
: Profil 
[nom]
Mise à jour du triplet 
Affichage du profil 
Choix d’un triplet à modifier 
: Triplet
sinon
continuer 
Client SSS
Figure 60. Mise à  jour d’un profil 
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X.2.2.2.16. Suppression d’un triplet : 
Représentation textuelle : 
Le client demande d’afficher son  profil. Le SSS fait la recherche de ce profil 
par le nom du client. Il affiche le profil trouvé pour que le client puisse choisir un 
triplet à supprimer. 
Pour assurer la cohérence, le SSS affiche en détail ce triplet et demande si le 
client veut vraiment le supprimer. Si oui, le SSS le supprime. Sinon, la tâche est 
terminée immédiatement. 
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Diagramme d’activités : 
Confirmation de 
supprimer le triplet  
Affichage du triplet  
Suppression du triplet
: Profil 
: Profil 
[non] [oui] 
: Triplet
Demande de
suppression d’un triplet
[nom]
Recherche du profil 
: Profil 
: Profil 
[nom]
Affichage du profil 
Choix d’un triplet à supprimer 
: Triplet
Client SSS 
Figure 61. 
Suppression 
d’un triplet  
178 Thèse « Adaptation des composants centrée sur l’utilisation»                                    
     
X.2.2.2.17. Suppression d’un profil : 
Représentation textuelle : 
Le client demande d’afficher son  profil. Le SSS fait la recherche de ce profil 
par le nom du client. pour que le client puisse choisir un triplet à supprimer. 
Pour assurer la cohérence, il affiche le profil trouvé et demande si le client 
veut vraiment le supprimer. Si oui, le SSS le supprime. Sinon, la tâche est terminée 
immédiatement. 
Diagramme d’activités : 
 
Confirmation de 
suppression du profil 
Suppression du profil 
: Profil 
: Profil 
[non] [oui] 
: Profil 
[nom]
Demande de 
suppression d’un profil
[nom]
Recherche du profil 
: Profil 
: Profil 
[nom]
Affichage du profil 
Client SSS 
Figure 62. 
Suppression 
d’un profil  
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X.2.3 Cycles de vie des composants principaux : 
 
 
 
 
 
Figure 63. Cycle de vie d’un profil 
Créé par le SSS
Ajouté de triplet(s)
Mis à jour 
(modifié, 
supprimé sur 
triplet(s)) 
Affiché 
Evalué (sur 
demande, 
périodiquement) 
Demande de création 
par un client 
Supprimé
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Figure 64. Cycle de vie d’une mesure 
Conçue par le 
concepteur 
Demande de créer 
par un client 
Ajoutée dans la liste 
attachée à SSS 
Créée directement 
par le client 
Utilisée dans une 
condition d’un profil 
Calculée par la méthode 
correspondante 
Supprimée par l’inspecteur
Créée dans un 
fichier 
Modifiée (valeur, 
méthode) par le client 
     
 
Figure 65. Cycle de vie d’un log 
Ajouté de LogObject(s)
Demande de créer 
par une institution 
Décision de créer 
par l’inspecteur 
Créé par le traceur
Affiché Utilisé pour 
 les statistiques 
Supprimé
182 Thèse « Adaptation des composants centrée sur l’utilisation»                                    
     
X.2.4 Diagramme de classes : 
Le diagramme de classes suivant en UML démontre les fonctionnalités des 
composants principaux et les relations entre eux: 
SSS Mesure
* gère *
*
*
form
Echéancier
gère
Condition
1..* 
gère 
1..* 
Réaction 
gère
1..*
1..*
Triplet
gère 1..*
Profil 
gère 
1..* 
1..*
se compose de
se compose de
se compose de 
se compose de 
Clien
t
Usager Institution 
ChangeDeMonnaies 
est enregistré dans
1
*
appelle 
Change est enregistré dans
1 *
appelle 
Traceur
appelle
* *
intercepte 
Log 
LogObject
forme 
1
*
*
*
calcule
UsagerThread 
est utilisé dans
*
1
appelle 
Inspecteur 
appelle
appelle 
InstitutionThread 
est utilisé dans
*
1
*
*
calcule
: classe métier
Note :
: classe superviseur
Figure 66. Diagramme de classes  
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X.2.5 Diagrammes de séquence : 
L’implantation de cette étude de cas est réalisé en langage Java dans la plate-
forme CORBA. 
Les diagrammes de séquence sont au niveau plus concret, plus bas pour qu’on 
puisse voir plus clairement le rôle dominant des intercepteurs. 
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Profil décrit
Profil transmis
OK +
Liste des composants 
observables
OK +
Liste des composants 
observables Not OK
Not OK
Protocole 
client ↔ SSS
requête r 
requête r 
requête r 
résultat
résultat
résultat Application initiale 
Composant Conteneur
(POATie)
Serveur 
(POARoot)
SSS Client
 
 
 
 
 
Figure 67. Protocole applicatif (mélangée)
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Tâche choisie
Liste des tâches
arguments 
Obj orb Demande de 
service de 
nommage
Nom de l’obj 
traceur 
Nom de l’obj 
centrale Obj centrale 
Obj traceur 
Obj contexte
Nom du client
Services 
CORBA 
ServeurClientSSS
 
Client 
Thread 
ChangeurLogTraceurChangeDe
Monnaies
Figure 68. Protocole Client avec les traces en utilisant  les threads 
(répertoire Programs_CORBA\Suivi_SSS5) – Phase 1 
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Nb d’éléments
unLog.get(k)
obj lo
Résultat du parcours 
unLog.parcourir(lo) 
Message d’erreur
Cas 2 : 
Parcourir 
le log 
créé 
Boucle k= 
1, |unLog| 
Créer unLog
Cas 1 : 
Créer et 
enregistrer 
un log 
registerLog(nom, unLog) 
Obj unLog 
Message d’erreur
ClientSSS LogTraceurChangeDe
Monnaies
ServeurServices 
CORBA 
Changeur Client 
Thread 
Figure 69. Protocole Client avec les traces en utilisant les threads (répertoire Programs CORBA\Suivi SSS5) – Phase 2
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dev1, dev2, val1
centrale.Disponible(dev1, dev2)
obj lesDispos[]
créer lo1= new(centrale, « Disponible », ...)
obj lo1 
unLog.put(lo1) 
n=lesDispos[].length
lesDispos[i]
boucle 
i=1, n 
Cas 
3 
res
res
lesDispos[j].Combien(dev1, val1) j du changeur choisi 
Log 
Object 
ClientSSS LogChangeDe
Monnaies
ChangeurServeurServices 
CORBA 
Traceur
Figure 70. Protocole Client avec les traces en utilisant  les threads (répertoire  Programs_CORBA\Suivi_ SSS5)
 – Phase 2 (continue) - Cas 3 : Chercher les changeurs disponibles et ajouter au log. 
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Nom du changeur (str) créer clThread=new(str, unLog) 
new Thread(clThread).start() 
obj clThread
cliché
demande de cliché
t
callback
cliché
demande de cliché
t +∆t
Sleep Cas 
4 
Message d’erreur unLog.put(lo2)
obj lo2
créer lo2= new(nom, « Combien », ...) 
ClientSSS LogChangeDe
Monnaies
Serveur Log 
Object 
Services 
CORBA 
Thread Client
Thread
Figure 71. Protocole Client avec les traces en utilisant  les threads (répertoire  Programs_CORBA\Suivi_ SSS5) – 
Phase 2 (continue) - Cas 3 : Chercher les changeurs disponibles et ajouter au log. Cas 4 : statistiques 
 
 
 
 
 
 
 
 
 
 
 
Cas 
3 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

   
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
Figure 72. Dialogue InspecteurSSS – ORB- Serveur de noms ( Phase 1) 
Inspecteur 
SSS 
ORB 
CORBA
Demande de service 
de nommage
Nom des obj
resolve(« CentraleDeChange
Obj contexte
Obj traceur , traceurC , 
sss, unLogC, data (rebind)
Obj centrale 
Obj orb
arguments 
Serveur
de noms
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Nom de l’institution Créer
Obj unLog
registerLog(nom, unLog) 
nc.rebind 
(unLog, ...) 
Message 
d’erreur 
Log Dialogue
IHM 
TraceurInspecteur 
SSS 
Services 
CORBA 
Cas 2 : 
Récupérer 
les logs 
 créés 
getLog(nom) 
Message d’erreur
Cas 3 : 
Enregistrer 
le log créésregisterLog(unLog) Message d’erreur
dropLog(unLog) 
Cas 4 : 
Supprimer 
le log 
créés Message d’erreur
Résultats de
new Cas 5 : 
Faire 
les 
stats 
getLog(nom) 
getLog(« client »)
Cas 1 : 
Créer et 
enregistrer 
 un log pour 
une 
 instituttion
Inspecteur
Thread 
Figure 73. Dialogue InspecteurSSS - composants 
pour gérer les logs (Phase 2, Groupe1) 
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Affichage de la mesure trouvée
i
obj m
getMesure(i) 
displayMesure(m) 
message 
Demande de l’index de la mesure à chercher
Cas 7 : 
Chercher 
une 
mesure 
SSS Dialogue 
IHM 
Data 
obj m
putMesure(m) 
Affichage des mesures
message
new (l, nomM, desc,
Atttribut de 
mesures 
Demande des attributs de mesure
l=lengthMesures()
display lesMesures()
Cas 6 : 
Ajouter  
une 
nouvelle 
mesure 
Inspecteur 
SSS 
Mesure 
Figure 74. Dialogue InspecteurSSS - composants 
pour gérer les mesures (Phase 2, Groupe2) 
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(sûr=’oui’)
obj m
getMesure(i) 
i
message 
Demande de l’index de la mesure à chercher
Cas 9 : 
Supprimer 
une mesure
message 
Demande de la confirmation de supprimer
Sûr
displayMesure(m)
removeMesure(m)
Affichage de la mesure m
Affichage de la mesure m
displayMesure(m) 
obj m
updateMesure(m) 
Affichage de la mesure m
getMesure(i) 
i
SSS Dialogue 
IHM 
Data 
message 
Demande de l’index de la mesure à chercher
displayMesure(m) 
Cas 8 : 
Modifier 
une 
mesure 
Inspecteur 
SSS 
Figure 75. Dialogue InspecteurSSS - composants 
pour gérer les mesures (Phase 2, Groupe2) cont. 
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Figure 76. Dialogue InspecteurSSS - composants  
pour gérer les mesures (Phase 2, Groupe2) cont. 
Affichage des mesures
Affichage des mesures
display lesMesures()
message 
display lesMesures()
appendMesureList 
(nomF)
nomF
Demande du nom de fichier
Cas 34 : 
Ajouter  
des 
mesures à 
partir d’un 
fichier
Affichage des mesures
display lesMesures() Cas 10 : 
Afficher tous 
les mesures 
Inspecteur 
SSS 
Data Dialogue 
IHM 
SSS 
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Inspecteur 
SSS 
Dialogue 
IHM 
SSS Data Mesure 
display lesMesures() 
 
 
 
 
l=lengthMesures() 
Cas 6 : 
Ajouter  
une 
nouvelle 
mesure 
Figure 77. Dialogue InspecteurSSS - composants 
pour gérer les mesures (Phase 2, Groupe2) cont. 
message 
Demande des attributs de mesure
Atttribut 
de mesures 
new (l, nomM, desc, ...)
obj m
putMesure(m) 
Affichage des mesures
Cas 7 : 
Chercher 
une 
mesure 
message 
Demande de l’index de la mesure à chercher
i
obj m
getMesure(i) 
displayMesure(m) 
Affichage de la mesure trouvée
   
X.3 Implantation CORBA : 
X.3.1 Intégration des packages : 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
ChangeDeMonnaies
Change 
Conversion 
LogObject 
Traceur Log 
Trace 
ServeurCentral 
Inspecteur 
Institution 
Client 
ClientThread
InstitutionThread 
SSS Profil Triplet Echéancier 
Reaction Condition Mesure 
profil_SSS 
Figure 78. Intégration des packages  
X.3.2 Remplacer/ compléter une interface par un interpréteur d’interface 
(extensible) : 
 Avec CORBA, une interface du composant C en IDL est interprétée en classe 
COperations.  
Nous proposons une règle de nommage similaire pour les  implémentation de ces 
interpréteurs : les classes d’implémentation (les servants) sont nommées  CServant. 
Concrètement, on a : 
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Interface Interpréteur d’interface Implémentation de servant 
Changeur ChangeurOperations ChangeurServant 
ChangeDeMonnaies ChangeDeMonnaiesOperations ChangeDeMonnaiesServant 
Log LogOperations LogServant 
Traceur TraceurOperations TraceurServant 
Mesure MesureOperations MesureServant 
Profil ProfilOperations ProfilServant 
SSS SSSOperations SSSServant 
EnterData EnterDataOperations EnterDataServant 
Tableau 12. Les interfaces avec leurs interpréteurs et les implémentation de servant. 
 
X.3.3 Propriété  supervisable : 
Comme on a dit dans un chapitre précédent, une propriété supervisable est une 
propriété (au sens de Bean) accessible en lecture publique seulement, et que le concepteur du 
composant accepte de voir figurer dans des conditions.  
Ce sont des propriétés supervisables décrites en IDL dans les classes CServant 
correspondantes à un composant C. 
 
Composant Propriété supervisable Description 
Changeur  Changeur = institution 
 readonly attribute float tauxDeChange; Taux de change 
 readonly attribute string deviseSrc ; Devise source 
 readonly attribute string deviseCible; Devise cible 
 readonly attribute string institution ; Nom du changeur 
LogObject  Pour enregistrer les détails d’une 
méthode sur un objet métier 
 string nomObjAppelant; Nom de l’objet appelant 
 Object objAppele; Objet appelé 
 string nomMethode; Nom de la méthode à invoquer 
 string calendarAppel; Moment d’appel (date, heure, 
minute, seconde, miliseconde, etc. 
 params lesParams; Les paramètres de la méthode à 
invoquer, où params  est défini par:  
typedef sequence<string> params; 
Log  Pour contenir les objet LogObject 
 attribute string role;  Rôle="client" ou nom de l'institution 
Mesure  Pour mesurer les aspects non-
fonctionnels 
 attribute long indexMesure; Index de la mesure 
 attribute string nomMesure; Nom de la mesure= nom de la 
méthode à invoquer pour évaluer 
cette mesure 
 attribute string descriptionMesure; Description de la mesure 
 attribute long valeurMesure; Valeur de la mesure 
 attribute string nomClasse; Nom de la classe contenant la 
méthode évaluant cette mesure 
Profil  Pour enregistrer les besoins 
utilisateurs 
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 attribute string nomClient;  Nom du client 
 
Tableau 13. Propriétés supervisables décrites en IDL 
 
X.3.4 Evénement dynamiquement défini par l’utilisateur : 
  
Interface 
homme-machine 
t é r Evénemen Composant li Méthode à invoque
InspecteurSSS    
 1. Créer un log  Traceur void registerLog(Log); 
pour un
institution 
e 
 her le log Traceur Log getLog(string, int); 2. Cherc
créé 
 Consulter les InspecteurThread new  InspecteurThread 5. 
statistiques sur l
log des clients 
e (ChangeDeMonnaies, 
Traceur, Traceur); 
 7.  une 
e 
SSS Mesure re(int); Chercher
mesure de l'ordre
dans la liste d
SSS 
 i 
getMesu
 10. Parcourir la SSS void display_lesMesures();
liste des bornes d
SSS 
e 
 12. Chercher une 
 
SSS Mesure getMesure(int); 
borne de l'ordre 
dans la liste de
SSS 
i 
 15. Parcourir la SSS void display_lesBornes(); 
liste des bornes d
SSS 
e 
 17. Chercher une 
e 
SSS Reaction getReaction(int); 
réaction de l'ordr
i dans la liste d
SSS 
e 
 20. Parcourir la SSS void 
play_lesReactions(); liste des réaction
de SSS 
s dis
 fficher une SSS void 
playCondition(Triplet); 
25. A
condition dis
 26. ficher un SSS 
playTriplet(Triplet); 
Af
triplet 
void 
dis
 27. Afficher tous SSS void 
play_lesTriplets(Profil); les triplets d'u
profil 
n dis
 28. Enregistrer un SSS void registerProfil(Profil); 
profil 
 Chercher un Plusieurs ! Plusieurs ! 30. 
profil 
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 Modifier un Plusieurs ! Plusieurs ! 31. 
profil 
 32. Evaluer un  void evaluateProfil(Profil); 
profil (su  
demande) 
r
 33. aluer un 
iodiquement) 
 void 
luateProfil_periodic 
Ev
profil 
(pér
eva
(Profil); 
InstitutionSSS    
 1. Créer un log Traceur void registerLog(Log); 
 2. Parcourir le lo  ; g Log 
créé 
void parcourir_tous()
 3. Créer un 
trer  
ChangeDeMonnaies
Log 
void 
registrer(unChangeur); changeur, 
l'enregis
ajouter au log 
et
 En
void put(LogObject); 
 5. er le Traceur void dropLog(Log); Supprim
log créé 
 nsulter les InstitutionThread new  InstitutionrThread 6. Co
statistiques (Log); 
 r le taux   7. Modifie
de change 
ClientSSS    
 2. Chercher le log Log void parcourir_tous() ; 
de client créé 
 3. er les 
les  
ChangeDeMonnaies
Log 
Changeur 
les(String, 
ut(LogObject); 
Cherch
changeurs 
disponib
ajouter au log cré
et
é
 Disponib
String); 
void p
 s ClientThread (String, 4. Consulter le
statistiques 
new ClientThread
Log); 
 n profil SSS sterProfil(Profil); 5. Créer u regi
 6. Ajouter u fil void let); n Pro
triplet dans so
profil 
n 
putTriplet(Trip
 Afficher le SSS void 
play_lesTriplets(Profil); 
7. 
profil dis
 8. Afficher un Profil 
 
playTriplet(Triplet); 
triplet SSS
Triplet  getTriplet(int); 
void 
dis
 9. Supprimer un Profil 
oveTriplet(Triplet); triplet dans so
profil 
n 
void 
rem
 
ableau 14. Evénements dynamiquement définis par l’utilisateur  
 
.3.5 Supervision des composants: 
nts au système, on crée un log commun pour 
tous les clients de type usager et un log pour chaque client de type institution s’il en a besoin. 
T
X
Pour enregistrer tous les accès des clie
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Un log
elé 
uée 
pel (la classe Calendar) : année, mois, jour, heure, minute, seconde 
e l’appel (idem) 
métier, soit pour un aspect non-
fon o citées ci-dessus sont enregistrée dans un objet 
LogOb
on-fonctionnels comme abordés au X.3.1 et X.3.2.. 
correspondant au nom fourni 
par le 
 log. 
 de triplets= (condition, réaction, 
échéan
; 
exception NombreExces {}; 
 
 string nomClient; 
 Triplet tr); 
let Triplet(in long  i) raises (NombreNegatif, NombreExces); 
s (NombreNegatif, NombreExces); 
 à partie de deux index de mesure 
dit reateCondition_Index(in long g, in long d, in boolean gr) 
 // Créer une condition en entrant l'index de la mesure de l'opérande gauche 
 la ur de la mesure de l'opérande droite 
 Echeancier createEcheancier(in string u, in long d) raises (NombreNegatif); 
  
 (le composant Log) contient des objets LogObject qui reflètent des informations sur 
l’accès réalisé :  
- le nom de l’objet appelant 
- l’objet app
- le nom de la méthode invoq
- le moment de l’ap
- le moment de fin du traitement d
- les paramètres de la méthode appelée 
Quoi qu’une méthode soit dans le domaine 
cti nnel, sa trace avec des informations 
ject. 
Ces informations permettent les statistiques sur les aspects fonctionnels, et surtout sur 
les aspects n
Il existe un traceur (classe Traceur) qui joue le rôle d’un gestionnaire de logs. Il gère le 
cycle de vie des logs (enregistrer, supprimer) et fournit le log 
client. Si le nom n’est pas correct, un message d’erreur est signalé au client selon le 
cas : le log n’existe pas encore ou le log existe déjà. 
Cette supervision évite une redondance dans le cas de création d’un nouveau log et 
assure une cohérence dans le cas de suppression d’un
Chaque client a la possibilité de créer son propre profil (l’entité Profil) pour exprimer 
ses besoins sur le système.  Un profil est un ensemble
cier).  Chaque fois la condition est vérifiée, la réaction correspondante est lancée selon 
l’échéancier spécifié. La réaction peut être lancée immédiatement si le client le demande.  
Le client prend en charge la gestion des triplets de son profil. La classe Profil est 
spécifiée en IDL de la façon suivante: 
 
exception NombreNegatif {}
 
interface Profil { 
 attribute
   
 long length(); 
   
 void putTriplet(in
 Trip   get
     Triplets  get_lesTriplets() raise
 void removeTriplet(in Triplet tr); 
   
 // Créer directement une condition
 Con ion c
 raises (NombreNegatif); 
   
 // et vale
 Condition createCondition_Value(in long g, in long v, in boolean gr)  
raises (NombreNegatif); 
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Triplet createTriplet(in Condition c, in long r, in Echeancier e)  
raises (NombreNegatif);     
     
}; 
 
Chaque instance de l’entité Profil est rattachée au nom du client qui le crée. Dans le 
profil, le client peut insérer successivement des triplets (par la méthode putTriplet(in Triplet 
tr)) po
iplet { 
n; 
ncier; 
où reactio . Les structures de Condition, Reaction et Echeancier 
sont décrites par : 
 iMesure;  // index d'une mesure = operande gauche 
index d'une borne= operande droite 
roite 
; 
 
ct Reaction { 
exReaction; 
tion; // nom de la méthode à réagir 
sse contenant la méthode 
; 
ct Echeancier { 
string uniteTemps; 
ervalle entre les deux évaluation de condition 
/ moment de commencement de l’évaluation de condition 
 
; 
Dan  u x décrits dans 
la même classe Mesure ayant la description suivante en IDL: 
omMesure; 
esure; 
a méthode évaluant cette mesure 
}; 
Pour créer un triplet, il faut préalablement créer sa condition. Profil a deux méthode 
pour le faire :  
auche (g), de l’opérande droite (d) et l’opérateur booléen gr pour indiquer si g 
    
ur former une liste de triplets dont la longueur est dynamiquement calculée par la 
méthode length().  
Voici la description des  triplets: 
struct Tr
     Condition cond; 
     long reactio
    Echeancier echea
}; 
n  est l’index d’une réaction
struct Condition { 
 long
 long iBorne;  // 
 boolean greater; // vrai si operande gauche > operande d
}
 
stru
 long ind
 string expReac
 string nomClasse ; // cla
}
 
stru
 
 long duree; // int
 string momentDebut; /
 string momentFin; // moment de fin de l’évaluation de condition
}
s ne telle condition, les deux opérandes sont exprimés par des inde
interface Mesure { 
 attribute long indexMesure; 
 attribute string n
 attribute string descriptionM
 attribute long valeurMesure; 
 attribute string nomClasse;  
// nom de la classe contenant l
... 
- createCondition_Index(in long g, in long d, in boolean gr): en fournissant les index 
de l’opérande g
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est sup
de droite, le client fournit directement la valeur v pour avoir une nouvelle 
conditi
g m2) où u exprime l’unité de temps, d la durée voulue, m1 le moment où 
l’évalu
er l’échéancier dans ce triplet, évaluer périodiquement ou immédiatement la 
conditi
 efficace d’après lui. Elle est concrètement décrite par une méthode dans une 
autre c
ditions selon une structure prédéfinie, à partir de : 
- 
s 
ice de sûreté (SSS). Ce service gère aussi les profils 
de s
 leur affichage, leur évaluation, etc.  
interfac
long lengthMesures(); 
a liste de mesures celles dont les noms=noms de méthodes d'un fichier 
(in string nomF) raises (NombreNegatif); 
esure getMesure(in long  i) raises (NombreNegatif, NombreExces); 
); 
ombreNegatif, NombreExces); 
oid putBorne(in Mesure m); 
ong  i) raises (NombreNegatif, NombreExces); 
érieur à d. Il faut chercher après la valeur de l’opérande droite par une lecture de la liste 
de bornes. 
- createCondition_Value(in long g, in long v, in boolean gr): au lieu de fournir l’index 
de l’opéran
on.  
L’échéancier est créé par la méthode createEcheancier(in string u, in long d, in string 
m1, in strin
ation de condition sera commencée, et m2 le moment où l’évaluation de condition sera 
finie. Pour l’implantation en Java, m1 et m2 sont implanté par la clase Calendar. Si d est égale 
à 0, l’évaluation de condition sera immédiatement réalisée au moment m1. Sinon, elle sera 
périodiquement réalisée à partir du moment m1, avec une intervalle de temps d, jusqu’au 
moment m2. 
Grâce aux informations sur le  moment d’appel de cette méthode de création, le SSS 
peut supervis
on au(x) moment(s) fixé(s), et si la condition est vérifiée, il provoque la réaction 
correspondante. 
La réaction demandée du client reflète son propre souhait sur le système pour avoir 
une solution plus
lasse (écrite par le client, ou par le concepteur du système). Dans le triplet, le client 
spécifie simplement le nom de méthode et le nom de classe, pour qu’ensuite, le SSS puisse  
réagir automatiquement en cherchant cette méthode et l’invoquant. 
On peut voir clairement que, pour construire un profil, il est plus facile pour le client à 
former chaque condition s’il y a : 
Dans le cadre de l’application développée, nous avons considéré qu’il est plus simple 
pour l’utilisateur de former des con
une liste prédéfinie de mesures 
- une liste prédéfinie de réactions 
- une liste prédéfinie d’échéancier
Ces listes sont gérées par le serv
tou  les clients.  
Autrement dit, le SSS supervise tous les composants, en ce qui concerne leur cycle de 
vie, leur mise à jour,
Observons l’interface précise du SSS : 
 
e SSS { 
// Ajouter à l
void appendMesureList
 
void putMesure(in Mesure m); 
M
void removeMesure(in Mesure m
void displayMesure(in Mesure m); 
void display_lesMesures() raises (N
 
// pour Borne, Reaction, similaire à Mesure 
 
long lengthBornes(); 
v
Mesure  getBorne(in l
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void removeBorne(in Mesure m); 
oid putReaction(in Reaction r); 
 long  i) raises (NombreNegatif, NombreExces); 
r); 
; 
Exces); 
ng evaluateBorne(in Condition c) raises (NombreNegatif, NombreExces); 
ces); 
par ex) 
r un cliché 
ct_ od(in Triplet tr); 
tr) raises (NombreNegatif, NombreExces); 
oid displayReactionTriplet(in Triplet tr) raises (NombreNegatif, NombreExces); 
ises (NombreNegatif, NombreExces); 
oid dropProfil(in Profil pr) raises (ProfilNExistePas); 
mbreNegatif,  
es); 
void evaluateProfil(in Profil pr) raises (NombreNegatif, NombreExces) ; 
rofil pr) raises (NombreNegatif, NombreExces) ; 
de vie, de la mise à jour des entités
void display_lesBornes() raises (NombreNegatif, NombreExces); 
 
long lengthReactions(); 
v
Reaction  getReaction(in
void removeReaction(in Reaction 
void displayReaction(in Reaction r); 
void display_lesReactions() raises (NombreNegatif, NombreExces)
 
long evaluateMesure(in Condition c) raises (NombreNegatif, Nombre
lo
boolean evaluateCondition(in Condition c) raises (NombreNegatif, NombreEx
void updateMesure(in Mesure m);  
// par la valeur de la méthode correspondante dans les prgs de thread 
// (InstitutionThread, ClientThread, 
void update_lesMesures() raises (NombreNegatif, NombreExces);  // pa
   
void react(in Triplet tr);  // réaction dépend de tr.indexReaction 
void rea peri
 
void displayCondition(in Triplet 
v
void displayEcheancier(in Triplet tr); 
void displayTriplet(in Triplet tr) raises (NombreNegatif, NombreExces); 
void display_lesTriplets(in Profil pr) ra
 
void registerProfil(in Profil pr) raises (ProfilExisteDeja); 
v
Profil getProfil(in string nom) raises (ProfilNExistePas, No
       NombreExc
void modifyProfil(in Profil pr); 
void evaluateProfil_periodic(in P
}; // end interface SSS 
 
* Gestion du cycle  : 
our chaque entité X (où X peut être Mesure, Borne ou Reaction) qui a une liste 
correspondante des instances attachée au SSS, le SSS fournit des méthodes : 
- 
: récupère l’instance de 
rect, une exception 
- 
S permet d’ajouter à la liste actuelle des 
me e ini par 
P
long lengthXs(): renvoie la longueur de la liste de l’entité X. 
- void putX(in X x): ajoute une instance x à la liste correspondante. 
- X getX(in long  i) raises (NombreNegatif, NombreExce)s 
l’ordre i dans la liste d’instances de l’entité X. Si i est incor
NombreNegatif  ou NombreExce est levée. 
void removeX(in X x): supprime l’instance donnée x de la liste correspondante. 
Outre l’ajout individuel de mesures, le SS
sur s dont les noms sont les noms de méthodes figurés dans un fichier nomF (prédéf
le concepteur). Cet ajout est réalisé grâce à la méthode  void appendMesureList(in string 
nomF) raises (NombreNegatif). Cependant, car cette opération demande une compréhension 
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profonde sur le contenu du fichier nomF, elle est réservée à l’inspecteur. Cela domine le rôle 
d’intercepteur de l’inspecteur. 
Pour l’entité Mesure, la méthode void updateMesure(in Mesure m) permet une mise à 
jour de
ême temps toutes les mesures courantes par la 
méthod
 Gestion du profil
 la mesure spécifiée par la valeur de la méthode correspondante dans la classe indiquée 
dans la propriété nomClasse de cette mesure. 
On peut également mettre à jour en m
e void update_lesMesures() qui prend  un cliché par des invocations de toutes les 
méthodes reliées. 
 
*  : 
 façon de nommer les  méthodes change un peu : 
- vo nouveau profil. 
Si c
 le profil donné. 
xistePas, NombreNegatif,        
NombreExces) :  p  m
Profil pr) raises (ProfilNExistePas) : supprime le profil spécialisé. 
Pour l’entité Profil, la
id registerProfil(in Profil pr) raises (ProfilExisteDeja): enregistre un 
e profil existe déjà, une exception est levée. 
      -  void modifyProfil(in Profil pr) : met à jour
- Profil getProfil(in string nom) raises (ProfilNE
 récupère un rofil si son no  est correctement donné, sinon une exception 
ProfilNExistePas est levée. Deux autres exceptions sont également invoquées s’il y a une 
erreur dans la recherche. 
       - void dropProfil(in 
S’il n’existe pas, une exception ProfilNExistePas est levée. 
* Affichage des entités : 
Outre les méthodes d’affichage pour une seule entité X comme: 
t être Mesure, Borne, 
Reactio
fournit toutes les 
instanc
nstances x qui sont éléments dans 
l’aggré
gatif, NombreExces) : affiche un élément x 
unique
void display_lesXs(in Y y) raises (NombreNegatif, NombreExces) : affiche tous les 
élémen
- void displayX(in X ) : fournit l’instance particulier x, où X peu
n ou Triplet, ou spécifiquement : void parcourir(in LogObject lo).  
- void display_lesXs() raises (NombreNegatif, NombreExces)  : 
es dans la liste correspondante attachée au SSS, où X peut être Mesure, Borne, 
Reaction, ou spécifiquement : void parcourir_tous() raises (NombreNegatif, NombreExces) 
qui fournit tous les objets LogObject dans le log en cours. 
Il existe des méthodes pour l’entité X ayant des i
gat y (d’un’ autre entité Y) en paramètre: 
- void displayX(in Y y) raises (NombreNe
 de l’agrégat y, où X peut être Condition, Reaction, Triplet ou Echeancier avec Y est 
Triplet. 
- 
ts x (non unique) de l’agrégat y, où X est Triplet et Y est Profil. 
* Évaluation d’une condition: 
Le SSS évalue tout d’abord son opérande gauche (méthode long evaluateMesure(in 
Condit
t d’une demande immédiate, le SSS provoque l’appel de la méthode ayant le 
- dique, le SSS provoque seulement l’appel de la 
our la borne, i.e. 
l’opéra
ion c)) :  
- S’il s’agi
même nom que le nom de la mesure correspondante à cet opérande-là, dans la classe 
indiquée par l’attribut nomClasse comme ci-dessus. Le résultat de la méthode est 
retourné à l’objet appelant, et il est utilisé pour mettre à jour l’attribut valeurMesure 
de l’instance actuelle de Mesure. 
S’il s’agit d’une demande pério
méthode après chaque délai indiqué dans Echeancier ; hors de ces instants, il lit 
simplement l’attribut valeurMesure de l’instance actuelle de Mesure. 
En général, le client a la vocation de donner directement une valeur p
nde droite. En exécutant la méthode long evaluateBorne(in Condition c), si le SSS 
trouve que cette valeur est nulle, il réalise les pas comme ceux pour l’opérande gauche. 
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Le SSS compare les deux opérandes par les valeurs de la mesure et la borne 
correspondantes et par l’opérateur indiqué dans la condition (la méthode boolean 
evaluateCondition(in Condition c)). Si la condition est vérifiée, la méthode correspondant à la 
réaction est invoquée périodiquement (la méthode void react_period(in Triplet tr)), ou 
immédiatement (la méthode void react(in Triplet tr)). 
* Evaluation du profil : 
Selon le fait que le profil est évalué périodiquement ou non, soit la méthode void 
evaluateProfil(in Profil pr), soit la méthode void evaluateProfil_periodic(in Profil pr) est 
utilisée. 
X.4 Evaluation de l’implantation: 
X.4.1 Boîte noire : 
Les utilisateurs ne connaissent pas les implantations des servants, des composants 
mais peuvent y accéder par des interfaces homme-machine (InstitutionSSS, ClientSSS, etc) 
qui fournissent des points d’entrée pour les créer ou les mettre à jour dynamiquement. 
X.4.2 Vérification statique (compilation) : 
La vérification statique est basée sur le type du composant. Elle dépend du type de 
composant (inspecteur, institution, ou client) : la vérification statique se concentre sur les 
aspects fonctionnels. 
X.4.3 Vérification dynamique (runtime) : 
 La vérification dynamique est basée sur l’exécution et est parfois liée aux aspects non-
fonctionnels. 
X.4.3.1 Basé sur un modèle fourni par l’utilisateur: 
On offre à l’utilisateur la possibilité de décrire des besoins sous la forme d’un profil. 
- Il crée lui-même un profil qui est une liste de triplets (Condition, Réaction, 
Echéancier) pour exprimer ses besoins sur le système 
- Il met à jour son profil créé par l’ajout, la modification ou la  suppression des triplets. 
Le modèle des composants doit s’adapter dynamiquement à ces demandes de 
l’utilisateur. 
X.4.3.2 Un contrôle déclaratif  à l’exécution : 
La liste de mesures est dynamiquement créée de deux façons : 
- par ajout d’une mesure par l’utilisateur 
- par insertion à partir du contenu d’un fichier prédéfini. 
Une interface homme-machine simple a été développée dans le cadre de cette 
application, qui permet à l’utilisateur final de consulter et gérer son profil. Il peut mettre à 
jour son profil dont les triplets sont concrètement créés/ modifiés au niveau du nom de mesure 
dans la condition, de la valeur souhaitée de cette mesure, de la réaction souhaitée, de 
l’échéancier demandé. 
Toutes les actions de l’utilisateur sont déclarativement contrôlées, parce que 
l’utilisateur ne fait que des déclarations en cliquant sur le code correspondant aux tâches 
voulues. Il ne connaît rien leur implantation. 
X.4.3.3 Un contrôle à l’exécution basé sur les états: 
Ce sont des mesures (classe Mesure) attachées au service SSS (implanté par la classe 
SSSServant) qui reflètent les états du système qui change continuellement. On peut évaluer 
leurs valeurs périodiquement selon l’échéancier spécifié, ou immédiatement, à un moment 
arbitraire. 
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Ces valeurs permettent d’évaluer les conditions dans le profil du client actuel, et 
chaque fois qu’une condition est vérifiée, la réaction correspondante est lancée. Ce processus 
est très dynamique pendant l’exécution, et décidé par l’utilisateur lui-même. 
X.4.3.4 Extensibilité aux aspects non-fonctionnels par un mécanisme de plug-in : 
 Les aspects non-fonctionnels sont introduits par les mesures dont les valeurs sont 
évaluées par les prises de cliché en multi-threads. Ces clichés sont récupérés soit 
immédiatement sur demande de l’utilisateur, soit périodiquement. En tout cas, quand 
l’utilisateur a besoin des valeurs de mesure, le système peut fournir rapidement.  
Dans ces conditions, le mécanisme de plug-in est appliqué. 
X.4.3.5 Un contrôle de type de composant : 
- Par exemple, pour une nouvelle institution, il faut connaître son nouveau nom. S’il 
existe déjà, une exception est levée. Si c’est une institution enregistrée, l’utilisateur 
doit indiquer exactement le nom de cette institution. Si ce nom n’existe pas, une 
exception est levée. 
- Tandis que pour un client-usager, il n’est pas nécessaire de connaître son nom. 
- L’inspecteur doit vérifier si la demande de création d’un log ne porte pas sur un log 
déjà existant. Il doit aussi vérifier si la demande de suppression d’un log ne porte pas 
sur un log qui n’existe pas. 
X.4.4 Superposition/ interception : 
X.4.4.1 Intercepteurs : 
En général, le composant C est intercepté par plusieurs intercepteurs, comme dans le 
diagramme D2 (diagramme du protocole applicatif). 
 On peut dire qu’il y a trois niveaux d’interception : 
- par notre service de sûreté de service, la classe SSS 
- par une autre classe (c’est Traceur) 
- par CORBA, l’adaptateur portable d’objet POA (Portable Adapter Object) exprimé 
par la classe  CPOA 
 
Interface interceptée Intercepteur d’interface 
Log Traceur 
Mesure SSS 
Triplet SSS 
Profil SSS 
 
Tableau 15. Les intercepteurs d’interface 
 
X.4.4.2 Protocole permettant de compléter/ modifier des attributs : 
On suppose que l’adaptation appliquée sur les composants métier ChangeDeMonnaies 
et  Changeur par le mécanisme d’héritage. Il y a deux possibilités de superposition des 
propriétés de composant : 
* Le client peut créer, modifier, supprimer une instance des entités intervenant dans 
les profils : mesure,  condition, réaction, échéancier, triplet, profil. Il peut choisir la tâche 
voulue dans la liste donnée par l’inspecteur, et émettre lui-même de l’entité. Si la liste ne lui 
satisfait pas, le client a le droit d’ajouter (ou de proposer au concepteur d’ajouter) une 
nouvelle instance.  
Par exemple, le client trouve que la condition « Temps de réponse ≤ 10» est 
inappropriée. Ici, l’opérande gauche est la mesure « Temps de réponse » qui a la valeur 
calculée par la méthode : 
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int tempsReponse(...) ; 
dans un composant. Et l’opérande droit est  la borne ayant une valeur constante 10. Il peut 
proposer de modifier cette valeur en une autre constante, ou en une méthode à invoquer. 
Donc, il veut ajouter une nouvelle borne pour superposer la borne proposée. 
 Dans un tel cas, le client peut agir sur les valeurs de presque tous les composants. Cela 
fournit l’adaptation des composants aux besoins utilisateurs.  
Cependant, il faut tenir compte l’aspect de sécurité, notamment en matière de 
l’authentification et de l’autorisation. Il faut des mécanismes pour contrôler le droit d’accès 
du client. Par exemple on peut différencier deux types de client : averti ou non sur le système, 
comme dans le modèle CCM. Un client veut être considéré comme celui averti sur le système 
doit passer un petit test lors d’enregistrement au système, et obtient un code de confiance. 
Quand il veut modifier ou ajouter une instance de composant, il lui faut fournir ce code à 
vérifier. 
* Le concepteur du composant doit prévoir tous les cas possibles de mise à jour des 
propriétés. Dans ce dernier cas, seulement l’inspecteur a le droit de superposer les instances 
de composant. 
Particulièrement, dans le cas où le client veut spécifier une réaction difficile : 
- Dans le domaine métier : Les opérations de mise à jour sur les propriétés d’un 
composant métier ont besoin d’une grande prudence, car elles pourraient apporter des effets 
indésirables sur le système fonctionnel. Par exemple, modifier le taux de change pour un 
couple de devises d’un changeur car ce taux est trop élevé pour un client. L’inspecteur doit 
transmettre cette demande au serveur central qui sdirige le service de change de monnaies, 
délègue la demande au changeur observé, lui donne la liste des taux du même couple de 
devises de tous les changeurs et selon le cas, lui propose un nouveau taux plus convenable, ou 
laisse le changeur décider. 
- Pour les aspects non-fonctionnels : Les réactions fournies par le client dans son 
profil doivent être contrôlées, afin de garantir l’intégrité du système utilisé. Pour cela, 
l’application développée met en oeuvre une stratégie simple, qui consiste à imposer au client 
de choisir dans des listes prédéfinies, dont le contenu est contrôlé par le concepteur.  Ainsi, 
pour l’ajout ou la mise à jour des entités liées au profil (comme des mesures, des bornes, des 
réactions), l’inspecteur représente les listes prédéfinies correspondantes. Le client ne peut que 
choisir une parmi les instances données pour former de nouvelles conditions, de nouveaux 
triplets pour son profil. 
La même stratégie est suivie pour compléter une instance donnée. Par  exemple, au 
moment de la création d’une mesure, on peut entrer seulement l’index de la mesure,  les 
autres détails tels que le nom, la description, la valeur de la mesure et le nom de la classe 
contenant la méthode correspondante ne sont pas spécifiés et peuvent être ultérieurement 
complétés. 
X.4.5 « Composition constructive » : 
 - Construction de la liste de mesures : 
Le concepteur conçoit préalablement les propriétés supervisables par une liste de 
mesures. 
La liste de mesures est construite à partir d’un fichier éditable par le concepteur, en 
particulier. Ce fichier contient une liste de méthodes dont les noms seront affectés aux 
attributs nomMesure des mesures, et les résultats seront affectés aux attributs valeurMesure 
des mesures. 
Le service de sûreté de service SSS maintient cette liste pour qu’ensuite, l’inspecteur, 
et peut-être les clients dans l’avenir, puisse éditer cette liste. 
- Construction des triplets d’un profils : 
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Similairement, le client peut construire son propre profil en ajoutant progressivement 
des triplets. Il choisit la mesure et la borne dans les listes correspondantes fournies par le SSS, 
et spécifie l’opérateur de comparaison liant ces deux opérandes pour former une condition 
dans le triplet à former. Il continue à choisir la réaction dans la liste donnée des réactions de 
SSS, et termine la création du triplet en décrivant l’échéancier voulu. 
Nous appelons ces processus de construction comme une « composition 
constructive ». C’est une sorte d’adaptation des composant qui est très dynamique selon nous. 
L’utilisateur peut construire lui-même le composant d’après ses propres besoins, tant 
sur des aspects fonctionnels qui assure une bonne démarche dans le domaine métier, que sur 
des aspects non-fonctionnels qui fournissent des qualité de service au système. 
X.5 Cadre générique pour traiter les besoins dans le domaine : 
Les structures et les comportements des mesures, des bornes et des réactions 
présentent des similitudes. Elles ont : 
- des mêmes propriétés : l’index, le nom ou la description. 
- des mêmes opérations : l’ajout, la recherche par l’ordre, la mise à jour, la 
suppression, l’affichage individuel (pour une instance particulière), l’affichage global (pour 
toutes les instances) après un parcours. 
En outre, les logs et les profils ont des  opérations  similaires à celles citées ci-dessus, 
et les propriétés : le nom, la liste des éléments (de type LogObject ou Triplet) sont identiques. 
Alors, on peut espérer avoir une généralisation de ces composants, sans laisser tomber 
l’hétérogénéité entre eux, pour construire un cadre suffisamment générique pour traiter les 
besoins dans le domaine. Les classes de mesures, de bornes et de réactions peuvent être 
regroupées en une classe « Objet de supervision ». Les classes de logs et de profils sont aussi 
regroupées dans cette classe générique. Les classes qui restent et qui sont liées plus 
étroitement à l’appliaction sont considérées comme « Objet supervisable ». 
Correspondants à « Objet de supervision », ce sont des « Méthodes de supervision ». 
Similairement, les « Méthode métier » correpondent aux « Objets supervisables ». 
A partir du diagramme de composition à X.2.4, le diagramme suivant (Figure 76) situe 
les composants de l’application développée dans un métamodèle axé sur une représentation de 
la supervision. Par rapport au MOF, ce diagramme correspond au niveau M2 (abordé à 
III.6.3). Il permet d’illustrer le processus de dérivation des composants supervisables à partir 
des objets métier. 
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Conclusion de la 2e partie 
 
 
La plupart du temps, les utilisateurs trouvent qu’il existe un écarts entre des services 
attendus et des  services fournis par un composant, tandis que les solutions actuelles ne 
s’intéressent pas à l’expression de leur attente vis-à-vis du composant.   
Nous avons proposé une approche permettant à un utilisateur d’exprimer ses besoins 
auxquels le composant s’adapte dynamiquement.  
Une couche d’observation et d’interception est mise en place entre l’utilisateur et le 
composant. Elle prend en charge d’évaluer et interpréter le profil spécifié par l’utilisateur.  
Ce profil se compose des triplets dont chacun représente une condition, une réaction et 
un échéancier. La condition est basée sur l’état actuel et le comportement du composant : sur 
le service du composant, sur l’interaction utilisateur-composant et sur le contexte d’utilisation 
du composant. Quand elle n’est pas vérifiée, la réaction sera provoquée- immédiatement ou 
périodiquement,  selon l’échéancier exprimé- comme l’utilisateur souhait.  
Une instrumentation de composant est introduite pour surveiller automatiquement 
l’adaptation du composant aux besoins utilisateurs. Les mécanismes de supervision et une 
exportation déclarative des propriétés du composant sont proposés. 
L’approche de supervision est étendue dans le contexte des systèmes d’information 
sous la forme d’un service de sûreté de service....  
Pour illustrer notre proposition, une étude de cas  est présentée dans le cadre 
d’utilisation du langage Java et de l’environnement Corba, après les spécification UML. 
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Chapitre XI 
 
CONCLUSION 
 
Nous avons étudié le problème de l’adaptation des composants. C’est un problème qui 
intéresse beaucoup de chercheurs en raison de l’évolutivité du marché informatique et la 
nécessité d’exprimer les besoins des utilisateurs. 
L’état de l’art nous a montré les technique permettant une adaptation dynamique du 
composant compte tenu des ressources disponibles, des performances attendues, des 
contraintes de sécurité, etc. Cependant, ces mécanismes d’adaptation des composants sont 
centrés surtout sur le concepteur du composant, l’assembleur et le déployeur d’application. 
Nous avons donc proposé une approche centrée sur l’utilisateur. L’utilisateur peut 
exprimer ses besoins à travers un profil qui est évalué et interprété par une couche 
d’interception entre l’utilisateur et le composant. 
Ensuite, un service de supervision de composants permettant une instrumentation de 
composants et un service de sûreté, comparable à la supervision étendue dans les systèmes 
d’information, sont introduits pour mettre en oeuvre automatiquement l’adaptation du 
composant aux besoins utilisateurs. 
Pour vérifier la faisabilité de notre approche, nous avons développé différents 
prototypes en Java et Corba. Cela nous a permis d’évaluer les points critiques de notre 
approche notamment vis-à-vis des performances. 
Notre approche nécessite la réalisation d’un certain nombre d’outils pour en faciliter la 
mise en oeuvre. Il nous faut un tisseur pour réaliser la programmation orienté aspect dans les 
classes de support de supervision des composants. En outre, une génération automatique de 
code à partir de la description de profils est aussi nécessaire : le langage XML pourrait être un 
candidat possible pour cette tâche de description. 
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GLOSSAIRE 
 
 
Terme Explication Définition 
adaptateur 
d’objet  
Object 
Adapter 
Module qui permet la liaison d’un objet serveur 
au bus CORBA. L’adaptateur d’objet exporte 
une interface publique pour l’implantation 
d’objet et une interface privée pour le squelette. 
Il est construit au-dessus d’une interface ORB. 
ADL Architecture 
Description 
Language 
Langage de description d’architecture  utilisé 
pour modéliser, analyser, et gérer une 
architecture logicielle. Un ADL peut comporter 
des éléments descriptifs formels, semi-formel, 
ou graphique. 
artefact  Elément d'information, produit ou utilisé lors 
d'une activité de développement logiciel. 
CCM CORBA 
Component 
Model 
Modèle de composant CORBA défini dans le 
cadre de la norme CORBA 3.0, et intégré au 
modèle objet de CORBA. 
cliché  Capture des valeurs d’un ensemble d’attributs 
liés au service (état du composant) ou à son 
contexte d’exécution (nombre d’opérations 
exécutées ou en cours, ressources utilisées, 
clients servis …) 
composant 
instrumenté 
 Intercepteur obtenu à partir du composant 
initial par le tissage de l’évaluation des 
conditions utilisateur en fin d’exécution des 
méthodes,  la déclaration des attributs et 
méthodes observables auprès du module 
superviseur, et les méthodes nécessaires à la 
mise en œuvre de l’instrumentation  
composant 
supervisable 
 Le composant obtenu quand on réalise un 
intercepteur, qui encapsule le composant à 
superviser, et présente une interface 
comprenant celle du composant à superviser.  
conteneur  Dans le cadre d’un modèle à composants, 
intercepteur permettant la mise en oeuvre 
transparente de services système proposés par 
la structure d’accueil sur laquelle fonctionne le 
modèle à composants. 
CORBA Common 
Object 
Request 
Broker 
Architecture 
Architecture fournissant un environnement 
interopérable entre les plateformes hétérogènes. 
L’interaction entre services, décrits selon un 
modèle à objets est basée sur l’acheminement 
de requêtes (appels de méthode) via un bus 
logiciel. 
échéancier  Structure ressemblant un ensemble d’instants 
de lancements d’actions. 
221 Thèse « Adaptation des composants centrée sur l’utilisation » 
   
EJB Enterprise 
Java Bean 
Modèle et plateforme de composants proposés 
par l’environnement J2EE pour le 
développement d’applications réparties. 
IDL  Interface 
Definiton 
Language 
Langage de spécification de services 
accessibles à distance. Il précise la façon de 
décrire les interfaces des types d’objets 
CORBA  
instrumentation  Superposition de fonctionnalités permettant 
d’observer et d’intervenir sur l’exécution d’un 
code. 
J2EE Java 2 
Platform, 
Enterprise 
Edition 
Plateforme portable, multi-utilisateurs, 
sécurisée et normalisée pour des déploiements 
de services répartis en langage Java. Elle 
fournit une spécification des règles à respecter 
lors de l’écriture de logiciels client-serveur.  
Java Beans  Composants logiciels destinés au 
développement pour créer des applications Java 
« locales » et en particulier des interfaces.  
méta-
modélisation 
 Modélisation récursive des éléments de 
modélisation à partir d'eux-mêmes 
MOF Meta-Object 
Facility 
Moyen de méta-modélisation pour les 
concepteurs. Il définit un framework et des 
règles pour implémenter des référentiels de 
méta-données décrites par chaque métamodèle. 
OMG Object 
Management 
Group 
Consortium qui regroupe les principales 
sociétés opérant dans le domaine de 
l’informatique, et qui vise à définir et 
promouvoir des normes destinées à permettre 
l’interopérabilité. 
ORB Object 
Request 
Broker 
Bus logiciel qui prend en charge le transport 
des requêtes entre les objets CORBA. 
POA Portable 
Object 
Adapter 
Mécanisme de liaison pour les apples d’objets 
distants permettant une transparence vis-à-vis 
de l’implantation des objets invoqués 
(activation, idnetité) et l’adaptation de la 
stratégie de service des appels. 
profil  Expression permettant à l’utilisateur de 
caractériser les comportements attendus, 
possibles, ou anormaux du composant au 
regard de l’utilisation particulière qu’il en fait, 
ainsi que les adaptations demandées au 
comportement du composant 
propriété 
observable 
 Propriété qui se présentera sous la forme 
d’attribut, accessible à l’utilisateur en lecture 
seule. Elle  correspond à un élément de l’état, 
du contexte ou de l’historique d’exécution du 
composant dont le concepteur permet 
l’utilisation à des fins de supervision 
réaction  Méthode définie par le client, que le composant 
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supervisable devra rappeler, dans le cas où la 
condition fournie devient invalide.  
RMI Remote 
Method 
Invocation 
Appel de méthode à distance. La plateforme 
Java propose ce protocole pour l’interaction 
entre objets distants. 
SSC Service de 
Supervision 
de 
Composant 
Service qui réalise la supervision en interposant 
un intercepteur entre le composant original et 
son client afin de transformer ce composant « 
standard » en un composant « supervisable ». 
SSS Service de 
Sûreté de 
Service 
Service chargé de contrôler si les propriétés 
d’usage seront effectivement garanties 
traitant  Code d’adaptation, à exécuter dans le cas ou le 
comportement du composant utilisé n’est pas 
conforme aux attentes de l’utilisateur. 
triplet  Elément du profil d'usage défini par le client. Il 
combine la condition à évaluer, la réaction à 
déclencher si la condition devient fausse et 
l'échéancier associé à l'évaluation des 
conditions 
UML Unified 
Modelling 
Language 
Langage unifié pour la modélisation. 
Formalisme pour spécifier, construire, 
visualiser et décrire les artefacts d'un système 
logiciel. 
URL Uniform 
Resource 
Locator 
Adresse globale d'un objet (un document ou 
d'autres ressources), typiquement une page 
web, sur l'Internet, intégrant le protocole 
d’accès à l’objet.  
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Adaptation de composants centrée sur l’utilisation 
Résumé 
Avec la notion de composant logiciel, la démarche de conception  d'applications 
informatiques a vu apparaître une alternative intéressante à l'approche classique, où le 
développement est mené selon une approche centralisée. L'idée est en effet de permettre la 
construction d'applications adaptées aux besoins spécifiques de chaque utilisateur par 
assemblage de composants préexistants. Néanmoins, le choix de composants prédéfinis, sur 
étagère, pose le problème de leur adéquation à une utilisation spécifique. Dans ce contexte, la 
possiblité d'adapter les composants semble cruciale, si l'on souhaite rendre réellement 
effective l’approche de développement par assemblage de composants. 
Cette thèse introduit une nouvelle approche de l'adaptation de composants logiciels qui 
consiste à adapter le composant à ses contextes d'utilisation en se basant sur le point de vue de 
l'utilisateur.Nous décrivons le profil d’utilisation sous la forme d’un ensemble de triplets dont 
chacun spécifie les propriétés souhaitées, les réactions correspondantes à traiter dans le cas où 
une condition n'est pas vérifiée et les échéanciers d'évaluation des propiétés. Nous proposons 
aussi un service de supervision de composant (SSC) qui repose sur la surveillance de l'état des 
composants pour obtenir des clichés qui reflètent l'état actuel du composant et les 
changements récents. Nous définissons également le service de sûreté de service (SSS) qui 
intercepte les requêtes clientes et qui les délègue vers le composant le plus convenable, tout 
en gérant l'exécution du composant en fonction du profil d'usage. 
 
Use-centered component adaptation 
Abstract 
The concept of software component, provides an interesting alternative to the traditional way 
of designing data-processing applications, where the development is undertaken according to 
a centralized approach. The idea is indeed to allow the construction of applications adapted to 
the specific needs for each user by assembling preexistent components. Nevertheless, the 
choice of off-the-shelf components, raises the problem of their adequacy to a specific use. In 
this context, the ability to adapt components appears to be crucial, if one wishes to make 
really effective the approach of development by assembling components.  
This thesis introduces a new approach of the adaptation of software components which 
consists in adapting the component to its contexts of use centered on the point of view of the 
user. We describe a user profile as a set of triples, where each triple specifies the desired 
properties, the reactions to be run if a condition is not checked and the schedule of evaluation 
of properties. We propose also a service of supervision of component (SSC) which is based 
on the monitoring of the state of the components to obtain snapshots which reflect the current 
state of the component and the recent changes.  We also define the service of safety of service 
(SSS) which intercepts the user requests  and delegates them towards the most suitable 
component, while managing the execution of the component according to the profile of use. 
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