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本論文では、ソフトウェアアーキテクチャにおけるソフトウェアコンポーネント間の関係を分析し、
ソフトウェアアーキテクチャの形式的な仕様記述の枠組みについて議論する。住所録システムの事例
を通して、同一レベルのソフトウェアの構成要素間の「関係」と、異なった抽象レベルのソフトウェ
アの構造間の「関係」を明らかにして、形式仕様記述言語 VDM-SL による記述例を示す。
1 はじめに
オブジェクト指向技術に基づいたソフトウェアアーキテクチャによるソフトウェア開発は、ソフトウェ
ア開発のコストを少なくするための有効な手段の一つである。ソフトウェアアーキテクチャは、要求、設
計、および実現等の異なった抽象レベルにおけるソフトウェアの構造を表現する。しかしながら、ソフト
ウェアを構成する構成要素間の「関係」や、抽象レベルの違う構造の間の「関係」を表現するための有効
な表記法はない。
本研究の目的は、ソフトウェアアーキテクチャにおける、同一レベルのソフトウェアの構成要素間の「関
係」と、異なった抽象レベルのソフトウェアの構造間の「関係」を明らかにして、その記述法を提示する
ことである。ソフトウェアアーキテクチャにおいて抽象度に関する定義は明確ではない。抽象度の基準を
明確にするためには、形式的な記述に基づいた議論が不可欠である。
本研究の基本アイデアは、オブジェクト指向に基づいたコンポーネントの仕様を形式的に表現し、コン
ポーネント間の関係を形式的な仕様記述の間で関連付けることである。ソフトウェアアーキテクチャに形式
手法を適用することにより、より厳密なアーキテクチャの記述法を提示することを目指す。形式仕様記述言
語は、実際の開発現場で利用されることを想定して、最も広く利用されている言語の一つである VDM-SL
を導入した。
本論文では、住所録システムを事例として、VDM-SL による要求レベルと設計レベルのコンポーネント
の仕様を記述し、それぞれのコンポーネント間の関係について議論する。構成要素におけるデータの型に
着目して、コンポーネント間の関係を論じる。抽象度の違いは、データの型を基準として明確にすること
ができる。
2 ソフトウェアアーキテクチャ
ソフトウェアアーキテクチャ[1]は、ソフトウェアの構造を示すだけではなく、ソフトウェア開発のプロ
セスを内包するものである。ソフトウェアアーキテクチャの構成要素の抽象度に関する定義は曖昧であり、
一般的には、同一抽象度の構成要素を持つと理解されている。しかし、図 1に示すように、ソフトウェア
アーキテクチャは、異なる抽象度の構成要素を集めたものであると考える。
ソフトウェアを開発する際には、様々な抽象レベルで対象システムを捉えて分析する。実際のソフトウェ
ア開発では、(1)要求仕様、(2)設計仕様、(3)実現 (プログラム)仕様の異なった抽象レベルの記述がある。
1
??????『アカデミア』?????　?3??55-62?2003?3? 55
要求
設計
実現
ソフトウェア
アーキテクチャ
図 1: ソフトウェアアーキテクチャの概念
それぞれの抽象レベルの記述の中では、更に異なった抽象レベルの記述があるかも知れない。しかし、抽
象レベルの基準を明確に規定して、洗練された記述を構築することは易しい作業ではない。例えば、要求
仕様において、記述対象の抽象度のレベルに対する共通認識がなく、要求仕様において抽象的な記述と詳
細な記述が混在し、要求の本質を理解する妨げとなっている場合が多く見受けられる。
ソフトウェアアーキテクチャは、様々な抽象レベルにおいて、ソフトウェアのコンポーネントとコンポー
ネント間の関係を記述する。したがって、コンポーネント間の関係には、
(1)異なる抽象レベルのコンポーネント間の関係と
(2)同じ抽象レベルのコンポーネント間の関係
が存在する。抽象度の基準とコンポーネント間の関係を明示することができれば、要求、設計、および実現
のそれぞれの開発工程における作業内容が明確になる。ソフトウェアアーキテクチャは、異なる抽象度の
構成要素を集めたものであるから、ソフトウェアアーキテクチャが決まれば、ソフトウェアの開発プロセ
スを明示したことになる [3]。抽象度の基準を明確にするためには、形式手法の導入が有効な手段である。
3 形式手法適用のアイデア
形式手法とは、コンピュータシステムのモデル化、設計、解析を行うための数学を基にした技術であり、
形式手法の有用性については、文献 [4]において明解に述べられている。仕様を形式的に記述することの利
点の一つは、厳密さと抽象化により仕様記述の基準を明示することである。オブジェクト指向コンポーネ
ントの仕様を形式的に表現して、仕様の上でコンポーネント間の関係を示すことにより、コンポーネント
間の関係を議論する。
本研究における形式手法の適用の概念を図 2に示す。コンポーネント間の関係は、形式仕様コンポーネ
ント記述の間で明示する。抽象度Aと抽象度 Bには、それぞれの抽象度においてコンポーネント間の関係
が存在する。また、抽象度 Aと抽象度 Bの異なる抽象度において、コンポーネント間の関係が存在する。
さらに、形式仕様コンポーネント記述とオブジェクト指向コンポーネント記述の間にも、何らかの関係が
あると考えられる。次章では、具体的な事例を用いて、これらの関係について議論する。
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図 2: 形式手法適用の概念
4 住所録システムの事例
本章では、住所録システムを事例として、VDM-SL によるコンポーネントの形式的な仕様記述の例を
示し、コンポーネント間の関連について考察する。住所録システムとは、名前と住所の対応を記録するシ
ステムである。ここでは機能として、住所の新規登録と、名前による住所の検索の二つの機能について考
える。また、仕様記述のレベルとして、(1)アプリケーションの抽象仕様記述、(2)要求レベルのコンポー
ネントの仕様記述、および (3)設計レベルのコンポーネントの仕様記述の三つの段階の仕様記述を試みる。
VDM-SLの表記は、文献 [2]で用いられている表記法に準拠する。
4.1 アプリケーションの抽象仕様記述
アプリケーションの抽象仕様記述では、ソフトウェアの構造や実現のことは考慮せずに、なるべく抽象
的にシステムの本質を記述する。VDM-SLによるアプリケーションの抽象仕様記述を図 3に示す。ここで
は、型定義を抽象化の基準の一つとして捉えて、抽象仕様記述で登場する概念を全て型定義で表現するこ
とにより、抽象度のレベルを示す。
図 3では、型定義で名前、住所、および結果を定義している。名前と住所は、token型で定義している。
token型は、VDM-SLにおける基本型の一つで、トークンと呼ばれる値の無限集合として定義されている。
トークンとは、何がしかの値であるが、それがどのような値であるかは一切考慮していない値である。つ
まり、名前と住所という概念は存在するが、それらの値が具体的にどのようなものであるかは、ここでは
規定しないことを意味する。コンピュータで実現する場合に、名前と住所がどのような型になるかは後で
決定される。
住所録システムのシステム状態としては住所録があり、その型は名前から住所への写像型と定義してい
る。また、operations において、「新規登録」と「検索」の機能が定義されている。次節で、ここでの抽象
度と同じレベルで、ソフトウェアコンポーネントの仕様記述を示す。
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module App operations
新規登録 (名前:名前, 住所:住所) 結果:結果
definitions ext wr 住所録
post if 名前 not in set dom(住所録)
types then 住所録 = 住所録~ munion {名前 |-> 住所} and
名前 = token; 結果 = <ok>
住所 = token; else 結果 = <error>;
結果 = <ok> | <error>
検索 (名前:名前) r:[住所] * 結果
state 住所録システム of ext rd 住所録
住所録: map 名前 to 住所 post if 名前 in set dom(住所録)
end then r = mk_(住所録 (名前), <ok>)
else r = mk_(nil, <error>)
end App
図 3: アプリケーションの抽象仕様記述
使用者
インターフェース
アプリケーション データベース
図 4: コンポーネントの構成
4.2 要求レベルのコンポーネントの仕様記述
本節では、要求レベルのコンポーネントの仕様記述例を示す。住所録システムのコンポーネントは、図
4に示すように、(1)使用者インターフェース、(2)アプリケーション、および (3)データベースで構成さ
れる。ここでは、VDM-SLによる各コンポーネントの仕様記述例を示し、コンポーネント間の関係と、4.1
節のアプリケーションの抽象仕様記述との関連を考察する。
4.2.1 コンポーネントの記述
要求レベルのコンポーネントの仕様記述では、抽象度は抽象仕様記述と同じであるが、ソフトウェアの
構造を考慮して、抽象仕様記述におけるシステム状態を、各コンポーネントにどのような責任で管理する
かを記述する。まず、図 5にアプリケーションの仕様を示す。
module App
operations
imports from DB all 新規登録: 名前 * 住所 ==> 結果
exports all 新規登録 (名前, 住所) ==
DB`新規登録 (名前, 住所);
definitions
検索: 名前 ==> [住所] * 結果
types 検索 (名前) ==
名前 = token; DB`検索 (名前);
住所 = token;
結果 = <ok> | <error>; end App
図 5: 要求レベルのアプリケーションコンポーネントの仕様記述
型定義と操作定義のシグネチャは、抽象仕様記述と同じある。抽象仕様記述との違いを以下に示す。
・システム状態（住所録）はデータベースで管理するので、システム状態はない。
4
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・機能は、それぞれデータベース（DB`で表現）の機能を利用する。
次に、使用者インターフェースの仕様を図 6に示す。
module UserIF operations
新規登録: 名前 * 住所 ==> 結果
imports from App all 新規登録 (名前, 住所) ==
App`新規登録 (名前, 住所);
definitions
検索: 名前 ==> [住所] * 結果
types 検索 (名前) ==
名前 = App`名前; App`検索 (名前);
住所 = App`住所;
結果 = App`結果; end UserIF
図 6: 要求レベルの使用者インターフェースコンポーネントの仕様記述
型定義と操作定義のシグネチャは、上記のアプリケーション（App`で表現）と同じであるが、機能は、
それぞれアプリケーション（App`で表現）の機能を利用する。また、システム状態を持たない。
次に、使用者インターフェースの仕様を図 7に示す。データベースの記述は、システム状態（住所録）の
管理をデータベースで行うので、4.1節のアプリケーションの抽象仕様記述と同じになる。
module DB operations
新規登録 (名前:名前, 住所:住所) 結果:結果
imports from App all ext wr 住所録
exports all post if 名前 not in set dom(住所録)
then 住所録 = 住所録~ munion {名前 |-> 住所} and
definitions 結果 = <ok>
else 結果 = <error>;
types
名前 = App`名前; 検索 (名前:名前) r:[住所] * 結果
住所 = App`住所; ext rd 住所録
結果 = App`結果; post if 名前 in set dom(住所録)
then r = mk_(住所録 (名前), <ok>)
state 住所録システム of else r = mk_(nil, <error>)
住所録: map 名前 to 住所
end end DB
図 7: 要求レベルのデータベースコンポーネントの仕様記述
4.2.2 アプリケーションの抽象仕様記述との関係
要求レベルのコンポーネントの仕様記述は、同じ抽象レベルで、アプリケーションの抽象仕様記述を分
割したものである。ここでの分割は、次節の設計レベルのコンポーネントの仕様記述を踏まえての構造を
示している。抽象仕様記述は、コンポーネントの仕様とみなすこともできる。また、同じ抽象度における
コンポーネント間の関係は、コンポーネントの「システム状態」で特徴付けられ、コンポーネント間の関
係は、操作の呼び出し元も「モジュール名」と、操作の呼び出し先の「モジュール名」で特定できる。
4.3 設計レベルのコンポーネントの仕様記述
本節では、設計レベルのコンポーネントの仕様記述例を示す。データベースコンポーネントにおけるデー
タ型を具体化して、アプリケーションコンポーネントと関連づける。
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4.3.1 コンポーネントの記述
データベースコンポーネントにおける名前と住所を文字列型と定義して、システム状態である住所録の
データ型を具体化する。VDM-SLによるデータベースコンポーネントのシステム状態の記述を図 8に示す。
types state 住所録システム of
名前 = 文字列 住所録: map 名前 to 住所
inv s == len(s) <= 名前長さ制限; end
住所 = 文字列
inv s == len(s) <= 住所長さ制限; values
結果 = <ok> | <error>; 名前長さ制限: nat = undefined;
文字列 = seq of char; 住所長さ制限: nat = undefined;
図 8: 設計レベルのデータベースコンポーネントの状態記述
文字列は有限に制限される場合がある。このような制限は、名前型の不変条件 (inv)として表現できる。
また、設計段階では、「制限がある」という事実が重要で、具体的にどのような値になるかは実現段階で決
定されるとすれば、値として「名前の制限」を定義して、その値は未定義 (undened)とすれば良い。
operations
新規登録: App`名前 * App`住所 ==> 結果
新規登録 (名前, 住所) ==
if len 名前文字列 (名前) <= 名前長さ制限 and
len 住所文字列 (名前) <= 住所長さ制限
then 新規登録文字列 (名前, 住所)
else exit <error>;
新規登録文字列 (名前:App`名前, 住所:App`住所) 結果:結果
ext wr 住所録
post if 名前文字列 (名前) not in set dom(住所録)
then 住所録 = 住所録~ munion {名前文字列 (名前) |-> 住所文字列 (住所)} and
結果 = <ok>
else 結果 = <error>;
functions
名前文字列: App`名前 -> 名前 住所文字列: App`名前 -> 名前
名前文字列 (名前) == 住所文字列 (名前) ==
undefined; undefined;
図 9: 設計レベルのデータベースコンポーネントの操作記述
名前と住所のデータ型が、長さに制限のある文字列であれば、文字列の妥当性に対して、データベース
コンポーネントで責任を持たなければならない。形式的な記述では、このような責任範囲の記述が明確に
なる。
4.3.2 コンポーネント間の関係
設計レベルでデータベースコンポーネントを具体化したことによる、他のコンポーネントとの関係を考
察する。データベースコンポーネントと直接に関連があるコンポーネントは、アプリケーションコンポー
ネントである。アプリケーションにおけるデータ型は、使用者インターフェースとデータベースが変更に
なる可能性を考慮すれば、使用者インターフェースやデータベースのデータ型に依存してはいけない。こ
この設計段階では、どのような構造にするかは決定せずに、名前と住所は token 型のままにしておく。し
たがって、データベースコンポーネントでは、token 型から文字列型に変換する関数が必要となる。token
型ということは、型についてはまだ決定していないので、変換の関数は未定義 (undened)である。この
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後の開発工程で、アプリケーションの型が決まれば、変換の関数も定義することができる。本節の仕様記
述では、関数は未定義でも、関数の構造は変わらないことが重要である。
使用者インターフェースコンポーネントは、アプリケーションコンポーネントを通して、データベース
コンポーネントと間接的に関連がある。要求レベルの仕様記述では、データベースコンポーネントの結果
が、そのまま使用者インターフェースコンポーネントに返しているので、データベースコンポーネントの
結果が直接影響している。データベースの変更が、使用者インタフェースに影響を与えないように、アプ
リケーションコンポーネントの責任を明確にする必要がある。
これまで議論してきたように、コンポーネントの責任は、「システムの状態」と「データ変換関数」で特
徴付けることができる。このように、形式的な仕様記述は、コンポーネント間の関係とコンポーネントの
責任を明確にして、仕様を記述する人に、オブジェクトの候補の発想を支援する効果がある。
5 既存のコンポーネントの利用したアーキテクチャの記述
本章では、既存のコンポーネントを利用することを前提とした、アーキテクチャの仕様記述について議
論する。例えば、使用者インターフェースとしてWebの利用を前提とした、アーキテクチャの仕様記述に
ついて考える。アーキテクチャの記述は、本論文で示した (1)アプリケーションの抽象仕様記述、(2)要求
レベルのコンポーネントの仕様記述 (3)設計レベルのコンポーネントの仕様記述について考える。
アプリケーションの抽象仕様記述
アプリケーションの抽象仕様記述は、図 3に示した仕様記述と同じである。Webを利用したことを前提
とするときに、アプリケーションの抽象仕様記述が影響を受ければ、その抽象仕様記述の抽象度は適当で
はない。
要求レベルのコンポーネントの仕様記述
要求レベルのコンポーネントでは、使用者インターフェースについて考慮する必要がある。アプリケー
ションコンポーネントは、本稿で定義したコンポーネントを利用すべきである。このアーキテクチャでは、
アプリケーションコンポーネントは、使用者インターフェースに依存しないコンポーネントとする。
使用者インターフェースは、図 5で定義しているアプリケーションの操作を利用する。使用者インター
フェースは、既存のWebクライアントとWebサーバを前提とすると、Webサーバからのインターフェー
スがどのようなものであるかを考えればよい。このインターフェースは、既存のWebサーバからのイン
ターフェースで決まる。データ型は token 型のままで記述する。
設計レベルのコンポーネントの仕様記述
設計レベルのコンポーネントも、要求レベルのコンポーネントと同様に、使用者インターフェースのコ
ンポーネントについて考慮すれば良い。ここでは、使用者インターフェースのデータ型を決定する。ここ
のデータ型は、既存のWebサーバからのインターフェースで決まる。
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コンポーネントの関係
形式仕様記述を基に、既存のコンポーネントを利用したアーキテクチャの記述を示した。既存のコンポー
ネントを組み合わせてソフトウェアを構築するときに、抽象的なコンポーネントの仕様記述は、コンポー
ネントの再利用を検討するときに有用な情報である。形式仕様を利用して抽象度の基準を明示することが、
コンポーネントの仕様を記述する上で重要である。
6 おわりに
本論文では、形式仕様記述言語 VDM-SL を用いて、コンポーネントの仕様記述例を提示して、コンポー
ネント間の関係について議論し、アーキテクチャにおけるコンポーネントの形式的な仕様記述の有用性を
確認した。今後の課題として、
・アーキテクチャの記述の事例の蓄積と・コンポーネント間の関係の体系化があげられる。
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