We discuss a fully featured multienterprise business process plattform (ME-BPP) based on the concepts of agentbased business processes. Using the concepts of the subjectoriented business process (S-BPM) methodology we developed an architecture to realize a platform for the execution of distributed business processes. The platform is implemented based on cloud technology using commercial services. For our discussion we used the well known Service Interaction Patterns, as they are empirically developed from typical business-to-business interactions. We can demonstrate that all patterns can be easily modeled and executed based on our architecture. We propose therefore a change from a control flow based to an agent based view to model and enact business processes.
I. INTRODUCTION
Actual developments in business and technology driven new business models foster more than ever the need for mature business process management (BPM) methodologies and corresponding supporting technologies for distributed business processes, so called choreographies. Business processes cannot be seen as isolated workflows for administrative purposes, but as a means to coordinate a value system with supply chain partners. Communication is the very nature of a business process choreography -or, in other words, any choreography is a set of structured communication patterns. That means a choreography defines how work is done, taking into account all involved organizations. Distributed execution of a business process means that every process participant may use its own process execution engine. The overall process is then executed by interconnecting multiple engines. The engines may even also run on a mobile device.
This demand is reflected in new developments in the domain of BPM, such as BPM Platform as a Service (bpmPaaS), multi-enterprise Business Process Platform (ME-BPP), Cloud BPM, and Social BPM. The term bpmPaaS can be defined [1] as "the delivery of BPM platform capabilities as a cloud service by a service provider". A ME-BPP is defined [1] as "high-level conceptual model of a multistakeholder environment, where multi-enterprise applications are operated. multienterprise applications are those that are purposely built to support the unique requirements for business processes that span more than one business entity or organization. They replace multiple business applications integrated in serial fashion".
For a distributed execution of a process, two important prerequisites are needed: a suitable process modeling technique and a flexible communication platform [2] . As elaborated in the following section, we have chosen the agent based approach to model a distributed system. To be more specific, we build on the Subject-oriented BPM methodology, as defined in [3] .
To implement a communication platform, we need an architecture, which includes a graphical business process and/or rule modeling capability, a process registry/repository to handle the modeling metadata and a process execution and either a state management engine and/or a rule engine as minimal request. To realize a bpmPaaS and/or ME-BPP system a cloud infrastructure is needed to model and execute processes which span across more than one business entity or organization.
II. AGENT BASED BPM
As already discussed, for example recently by [4] or [5] , traditional BPM and its supporting technology frameworks (we mean business process management -or better workflow management -systems (BPMS, WfMS) as supporting layer for process enactment) have some conceptual and practical limitations. Business processes are more than algorithmic workflows (input, black box, output); they often may have deep social aspects, as long as human participants are involved. Therefore, a new view on business processes recently has been promoted under the term Agent-based BPM [6] or Subjectoriented BPM (S-BPM) [7] .
There is already a long history of the idea of interacting agents. The application of the agent concept into the domain of BPM has emerged from the domain of distributed software [8] by Albert Fleischmann, who developed the Subject-oriented BPM (S-BPM) methodology in the early 2000s based on his PASS 1 [9] language. S-BPM [3] [10] has a solid theoretical and formal fundament as it is based on the process calculi from Hoare [11] and Milner [12] [13] . All language constructs of PASS can be transformed down to pure CCS 2 [2] . Borgert et al. have developed an enhanced version of PASS based on πcalculus [14] . The S-BPM methodology enhances the process 1 Parallel Activities Specification Scheme 2 Calculus of Communicating Systems algebra languages by graphical representations and adds some technical feature definitions. Furthermore, S-BPM processes can also be represented as Abstract State Machines (ASM), as discussed by Börger [15] .
A. Distributed BPM
Any collaboration contains more than one subject, so it is per definition a multi agent system, which is a subclass of concurrent systems [16] -this is an important fact as it has consequences for a possible technical implementation.
The problem of synchronizing multiple processes is not trivial and has been widely studied through the 1970s and 1980s [17] . To understand the problem [16] , it is helpful to first consider the way that communication is treated in the objectoriented programming paradigm, that is, communication as a method invocation. The crucial point is, that an object does not have control over the execution of its own public methods -any other object can execute the object's public methods whenever they want.
In an agent-oriented concept there is no possibility of an agent to invoke a method of another agent; the agent is autonomous: it has control over both its state and its behavior. Additionally agents cannot write/read data onto the internal state of other agents. What they can do is performing communicative actions as an attempt to influence another agent to change its internal state. Therefore, the problem of distributed agents also includes hot issues for data exchange -it is not possible to have one central database, but data (often called business objects) has to be exchanged in a controlled manner considering concurrency. The concept of autonomous agents is contrary to the concept of describing business processes as control flow and its execution on one central engine (i.e. an orchestration). Therefore, agents show real concurrency.
B. Subject-oriented BPM
The S-BPM language, as supported in our implementation, is depicted in Figure 1 and Figure 2 . The semantic meaning of these elements is the same as used in the Metasonic Suite 3 , a commercial implementation of the S-BPM methodology. The Subject Interaction Diagram (SID) defines the Subjects (1) and the unidirectional Channels (4) between them. These 3 www.metasonic.de channels establish the communication between the subjects and enable to send and receive messages at runtime. A Multisubject allows to send a message to more than one agent (an agent is an instance of a subject); an External-subject allows to model a subject without knowing the internal behavior, for example another choreography participant who is not part of the own organization.
The Subject Behavior Diagram (SBD) defines the internal behavior of a subject; Send (1), Receive (2) and Action (3) are the fundamental activities for this diagram. The internal behavior of subjects has a minimum of one Start (4) and one End (5) activity. Any activity is marked with a flag to denote it as start or end activity. The control flow is defined as explicit Transition between activities. Timeout Transitions are based on a relative time and model exceptional behavior to prevent dead lock situations or service level problems in case of no answer in a defined timeframe.
III. AGENT BASED BPMS
A first prototype implementation of the Structured Information and Communication Technology (StrICT) framework has been discussed in [18] [19] . This prototype had the central limit, that all subject instances (agents) had to be on the same server. This was a limitation based on the central scheduler concept; the scheduler (some software) administrates all instances of the running subject instances (please refer to [18] [19] for a more detailed explanation). The functionality of the scheduler is similar to the Message Broker in the ePass-IoS architecture, an enhanced choreography implementation of S-BPM [14] .
A. Architecture
To prove the architecture concept, we have developed a fully functional application built on Microsoft Azure cloud services. The core concepts are described in the following paragraphs and fully implement a multi-enterprise business process platform. Fig. 3 : StrICT Architecture. The processes are executed server side and the workflows are coordinated through message exchange (orange). Task requests (light green) and task answers (dark green) are routed to a client via the task service.
The main work horse of our approach to realize a platform for the distributed execution of S-BPM processes is based on the functionality of Windows Workflows as implemented in the Windows Workflow Foundation (WF) classes, which are part of the Microsoft .NET framework. A WF-workflow provides functionality to maintain state, get input from and send output to the outside world, provides control flow, and executes codethis is done by so called Activities. It can be easily seen, that it is possible to map any SID/SBD (that means all S-BPM constructs) on a WF-workflow. For this purpose we only need to derive classes from the WF-activity classes to implement S-BPM functionality and to match any S-BPM process onto a WF-workflow. Fig. 4 : Enhanced StrICT Architecture. Message can be routed to external process partner via the functionality of a service bus.
The complete StrICT architecture is depicted in Figure 3 . Processes are hosted on an instance of the Workflow Manager (WFM), which is responsible for the hosting, administration and configuration of the subjects based on scopes, such as a Company Scope (1), Process Scopes (2) and a Management Scope (3) . Each company has its own Process Store (4) and Subject Store (5); the same for Message Store (6) and Task Store (7) . Each company has Task Handler (9) instances to generate new tasks and each process has Message Handler (8) instances to manage message exchange.
Communication between subjects -Messages to other subjects are routed via the internal Service Bus (part of Workflow Manager). The Message Handler is instantiated after receiving a message and forwards it to the correct input pool (Message Store) of the receiving subject instance; afterwards the instance is canceled. Subject instances have access to their own message pool and can choose any available message.
User interaction -Interaction with process participants is done via the Task Service. A Task is a request to be processed by a user, typically to fill in some data into a form (or anything else). A user has full access to its list of tasks. Tasks can be routed as normal eMail to a user according the role in a S-BPM process. A task can then be answered again using a standard eMail protocol (refer to [18] for a more enhanced explanation of such an architecture).
External input pool -We have further extended this architecture by using an external service bus (Microsoft Service Bus); this enables company to company message exchange as depicted in Figure 4 .
B. Service Interaction Pattern
To prove the functionality of our architecture we have chosen the Service Interaction Patterns [20] . They seem to be a valuable starting point, as They have been derived and extrapolated from insights into real-scale B2B transaction processing, use cases gathered by standardization committees (e.g. BPEL and WS-CDL), generic scenarios identified in industry standards (e.g. RosettaNet Partner Interface Protocols), and case studies reported in the literature. [20] For our reference we have translated the descriptions 4 of the patterns into BPMN 2.0 collaboration diagrams, which are cross-checked with the BPMN fragments in [21] . We also did a comparison on already commercially available cloud based BPMS, which we will include in our discussion. A direct execution of BPMN 2.0 models is not feasible, as the standard document defines for instance a Common Executable subclass which does not include the elements Pool, Lane, Message Flow and Data Store needed to model collaborations.
Because of limited space we will randomly choose one pattern to demonstrate modeling and execution. All in [20] discussed pattern can be executed on the StrICT architecture without any restriction (for a detailed discussion of all patterns refer to [22] ).
For example, the Contingent Request pattern is defined as follows:
A party X makes a request to another party Y. If X does not receive a response within a certain 4 http://math.ut.ee/∼dumas/ServiceInteractionPatterns timeframe, X alternatively sends a request to another party Z, and so on. [20] This pattern modeled with BPMN can be seen in Figure 5 . It consists of two suppliers and one customer. The process starts with the customer sending a request to a supplier and simultaneously starting a timer. The Supplier B pool could now receive the request, create an offer and send it back. In this case the process ends right away. If that is not the case, the process continues when the timer is triggered. After that, the same request is sent to the other supplier and a message from the first pool is not accepted anymore. The procedure here is the same: either the Supplier A pool sends back an offer or the timer is triggered. Either way, the process is ended right after. It could be the case that one or both of the suppliers never get beyond the Create offer task, placing that specific pool in a deadlock.
This process could also be modeled using only one multiinstance pool for the Supplier. But the process was modeled in a static way to focus on the understanding of the reader.
A dynamic process would feature one multi-instance Supplier pool and a recursion in the Customer pool, enabling the customer to try as many alternative suppliers as needed. Fig. 7 : The contingent request pattern modeled in StrICT WFworkflows (Supplier); we have modeled explicitly both subjects instead of one multi-subject for clarity and conformance with our BPMN model The process to prove the pattern consists of three subjects (or one subject and a multi-subject); the WF-workflow models are depicted in Figure 6 and Figure 7 respectively. The process starts with the customer sending a request to the Supplier B subject. After that, the Windows Workflow activity simultaneously waits for the offer to be received and starts a timer. If the offer from Supplier B is received in time, the process ends.
Else, a request is sent to the other supplier, Supplier A. A similar pattern happens: the Customer subject simultaneously waits for a message to arrive and a timer to run out. If the message arrives before the delay is triggered, the process ends. If the timer runs out before the offer arrives, the same thing happens. No deadlock can happen, even if the suppliers decide not to play along because there are timeouts in place for both Receive States.
IV. DISCUSSION
As mentioned, we were able to model and execute all Service Interaction Pattern on our StrICT architecture. We also made an evaluation of some other "cloud based" BPMS we could find, based on evaluation versions: IBM Blueworks Live, IYOPRO, and ProcessMaker; we could not include Pe-gaCloud and AppianCloud in this comparison as they did not answer our requests for an evaluation version. Only IYOPRO offered process modeling based on BPMN 2.0. In total IBM Blueworks Live could model and execute 6 and ProcessMaker 5 Service Interaction Pattern (there is a total of 13). IYOPRO could model and execute in principle all patterns, but with limitations and workarounds. None of the evaluated platforms offered multi-enterprise functionality to realize cross-enterprise processes.
To sum up: The agent-based and, more specific, the Subject-oriented approach is a natural way to model and execute distributed processes. It is furthermore a promising approach towards a grounded theory of socio-technical systems as it is based on communication as a general concept, not only in computer sciences, but also in social sciences. This has also clear impacts for the development of more natural modeling languages and applications. We could also demonstrate, that the needed technology is available and can be integrated to build a multi-enterprise process platform based on cloud technology.
The platform will be available at the workshop for interactive discussion.
