The control of smart robots, and now similarly smart applications in Factory Automation require programming and control capabilities at the integral level of many heterogeneous resources. Significant proposals exist for this purpose, such as ROS, yet we had to develop an original solution, "Piaget". Piaget can be deployed at a very low level, with very fast capabilities (e.g. 100 nanosecond long time slots in average), but more and more is concentrated on higher hierarchical levels, where it brings the capability to flexibly coordinate multiple, largely smart and otherwise autonomous subsystems. This perfectly reflects fundamental constraints in closed-loop control, which occurs in numerous instances for a smart system. Piaget is especially useful in three important phases of projects: development, programming, and real-time operation. An industrial case is studied, involving multiple, otherwise independent, commercially available subsystems, such as industrial robot arm, PLC, IP camera or joint controller. As always, a special endeffector, here multi-tool, had to be designed for the application. Highlight is given of selected software items, relating to the overall application, to the robot arm, or to the vision part. Experiments are reported, addressing three of the most significant process components. Outcomes are successful.
INTRODUCTION
Factory Automation (FA) produces highly variable objects such as cars, motorbikes, TV's, PC's or novel mobile phones, characterized by large as well as small, complex and often also precise features. A lot of components, such as actuators and sensors, are used to conduct these production processes. And ITbased, automatic systems play a key role here. Now however to link all these resources in an efficient and reliable way has been found a persisting challenge. In particular, the latter traditionally requires a variety of different program languages for development and operation. Proper novel IT technologies are searched for improvements. Notably, Robot Technology-middleware(RTM) (Ando et al., 2005) , Microsoft Robotics Developer Studio (MRDS) (Quigley and Jackson, 2007) , Robot Operating System (ROS) (Quigley et al., 2009) , Open Robot Interface for the Network (ORiN) (Mizukawa et al., 2004) have been developed for integrating robot systems on the basis of modularized software components. The concept is typically to allow programmers to develop programs as individual components, with different computer languages, and then to integrate their results. In principle, these soft elements are easily reused for other automated and robotic systems. The program can run in real time. Openness, Productivity, and Collaboration (OPC) (Son and Yi, 2010) , Data Distribution Service (DDS) (Calvo et al., 2011) have also been developed for an industrial automation system, with a special attention on real time aspects of operating systems. These solutions have been demonstrated for some application niches, but current applications may be very varied and/or advanced (García et al., 2012) ; (Liu et al., 2012) ; (Maier et al., 2012) ; (Tsai et al., 2012) . OPC and DDS seem to provide neither the ultimate answer, nor even the way towards it. A particular challenge is to support overall coordination of complex resources through the main subsequent phases of projects and applications: development, programming, and real-time operation.
In our work, the attempt has been made to cope with really complex situations, e.g. like for robots cooperating with humans in domestic tasks; or as concretely illustrated below, for the smart control of 528 complex robotized application in industry. Essentially, two fundamental questions have been addressed: 1. What is cognition? 2. How to implement (machine-based) cognition in real-world applications? And Piaget has progressively emerged as an appropriate IT set of answers at their crossroad.
In particular, cognition is defined as the capability to provide the right answers in a given domain. Most of the core ontological and metric definitions have been provided (Dessimoz, 2012) ; evidence results of the infinite complexity of reality; consequently, a careful selection of specific goals is found necessary, as a prerequisite for the elaboration of tractable models.
The extraordinary variety of potential applications of automated cognition in the realworld calls for the contributions of the whole society, mostly coordinated, today, by market mechanisms. Thus Piaget has been designed with the goal to integrate current elements of solutions in as much as possible, far beyond team and community levels. Metric evaluations show that microelectronics and IT/ICT technologies allow for the largest quantities in cognitive performance; Piaget, beyond modelling, mostly relates to them (Dessimoz et al., 2011) .
Let us now consider an industrial case, presented here with full scientific significance even though, some major partner-related aspects may have been changed or are kept confidential.
From a hardware point of view in industry, a production line is long. A machine or robot is often in charge of a single task such as inserting a part, tightening up a screw, monitoring a process for productions are complex to achieve. In such cases, production speed is often fast but requires large facilities and investments. It is difficult to produce different types of products in a same line. It requires major changes of working machines and robot tools. On the other hand, robot manipulators are widely used in factory automation. Some can conduct several tasks, changing multiple tools (end effectors). However, high user skills are needed to control them from external computers, to reconfigure them with other peripherals (gripper, camera, sensors) and to define a sequence of tasks using all of them.
Therefore, we focus on using a manipulator that can operate for several representative production processes. The Piaget environment integrates and controls the manipulator and also provides middleware services. Small metallic balls, glue and two parts require the development of a prototype automatic assembly system. Metallic balls are extensively used in assembly (re. bearings, rotation parts, and ball valves, glue). The manipulator has 3 different tools for picking up parts (gripper), picking up and setting balls (vacuum), and putting the glue. They are simple mechanisms therefore they can be easily changed for different tasks and components. A camera, turning table and Programmable Logic Controllers (PLC) are required. The Piaget control program is easily developed and changed, and may involve the design of specific additional forms.
In this paper, we describe first Piaget and critical control issues, along with theoretical aspects. Then part 3 describes the representative industrial application, including hardware, and software. Then in part 4, we carry out experiments and document the outcome of the whole automatic assembly process.
PIAGET AND CRITICAL CONTROL ISSUES

Piaget Main Features
Piaget is a programming and control environment, continuously developed since 1998, with two major classes of goals. In the first one we find real-time and real-world capabilities, with compiled and interpreted components, autonomous and interactive functionalities, VAL-style robot instruction subset, selective configuration changes and simulation capabilities, which are key constraints in robotics and automation; the second class of goals includes less specific, yet also desirable objectives: modular structure; multiple levels of ergonomics and flexibility (interface adaptable from beginner to expert levels); subsidiarity (don't reinvent the wheel); possibility of software reuse and to distribute programs (Dessimoz et al., 2011 In this paper, we are referring to Piaget embedded in C++. Figure 1 shows the main control form of Piaget. Like in the cockpit of a plane, a lot of "immediate level" displays, key and controls allow for information-dense and fast interaction, as well as simple training. A lot of external resources can be used in this program such as colour or IR Cameras, DC motors, PLC, 2D1/2 TOF or planar ranger, robot arms (mobile or industrial), motor controllers, communication ports, etc. Different contexts for them (forms) can be easily triggered by ad hoc selection panels on the main form (or by the running program). Typically, in time, selected interfaces are used and controlled individually. Also, the collaboration of several interfaces and sequences of tasks can be carried out. This programming environment has been used for the development and real-time control of several home assistance robots such as RHY, OPY, or a NAO humanoid (Dessimoz, 2010) . Below, this paper describes Piaget for an industrial application. Figure 2 shows the tasks in a main program. The granularity of parallelism is very fine. Each task is divided and executed as 100 nanosecond long time slices in average, with a round of all agents completed in about 2 microseconds. Experimental evidence shows that these time statistics apply even though all the additional processes managed by Microsoft Windows run simultaneously on the same computer.
Example of Typical, Entry-level Piaget Program
The Piaget environment can be modified in 4 main ways. It can already be interactively used, configured, parameterized just with the executable code. Then, and this point is developed here, it can be programmed in Piaget language within the strategy task or agent ( Figure 3 ).
Other possibilities are offered at a third level where parallel agents can be added. Finally, a 4 th way to program involves the expert level, where in particular Piaget is implemented in various lower level languages and OS.
For a robot, the target in space to be reached is crucial. Like in VAL, a "location" type is defined: e.g. "LocationL0Target;". There are also instructions and functions associated with this type: e.g. Piaget instructions are numbered, and the program counter is explicitly managed; e.g. the "AGN" suffix means "And Go to the Next instruction".
Dynamic Constraints in controlled Systems with Disturbances
In case of disturbances, which are very frequent in real-world systems, closed-loop control is very much required. It may be too little known that strong dynamic constraints limit the possibilities of success in this context. Consider the agility of a control system Ac, and the agility of the system to be controlled As. Agility is the inverse of response time. A very simple model suggests that the ratio Ar=Ac/As, should be higher than 2. If Ar is higher than 20, a simple on-off strategy is applicable. Although if lower than 2, additional resources are required, leading to the concept of hierarchical structures.
In complex applications such as considered in this paper, with multi-agents and numerous closedloops, care must be taken that in all cases the mentioned constraints are respected.
Hierarchical Robot Control, Classical 3-level Structure, and Piaget
It is well known that robot control can schematically been represented as a 3-level structure: 1-robotoperator interaction, smart sensors use and overall "point to point" motions. Time constant is here of the order of 1 s, and location coordinates are usually Cartesian, with Euler angles. 2-coordination, typically ensured along with inverse kinematics conversions and enforcement of a specific motion law in time. Interpolation is done to an agility about 30 times higher; time constant is of about 30 ms. 3-joints individually controlled, with closed-loop strategies, and time constants smaller than 1 ms. Piaget is required to manage the complete system. As a solution, two types of strategies are pursued. The first type of strategies consists in implementing very fast operations when necessary. This could be conveniently done in the past, when systems were smaller, communication and OS constraints were minor. The evolution of IT however calls for a second type of strategies, relying on "external" resources. Out of necessity, a much larger heterogeneity is now accepted in the various components. Problems may arise in terms of specific licenses and quantity of paradigms. The advantage is however a virtually unlimited source of expertise at global level. It is in such a rich and "bushy" context that Piaget turns out to deploy its best merits. Beyond the intrinsic levels of Piaget hierarchies, additional resources can be found in two directions. For speed in lower level, implementation languages help, and autonomy is granted to specialized resources: notably PLC, joint controllers, microcontrollers, smart sensors and actuators. For cognitive power in higher levels, e.g. voice recognition and synthesis, dynamic 3D modelling, control of industrial robots or humanoids at trajectory level, additional processes may run with a lot of autonomy as well, information being shared by files, either stored internally on the computing platform or exchanged through the standard communication channels, USB or TCP-IP notably. 
INDUSTRIAL APPLICATION
This chapter describes a test application for an industrial purpose. We explain the system from hardware and program points of view (Piaget). Figure 4 shows the design of the assembly system. Here are the manipulator (Staubli TX-40), delivered base, working base, camera system, turning table, end process base, and Computer (PC). PC connects all electric components with TCP/IP. The process of assembly can globally be described as follows. First, a part to be assembly will be delivered near the workspace of the manipulator by a conveyer, other manipulator or a mobile robot in the future. In this prototype system, the process of assembly starts from the part being delivered and set on the delivered base. Next the manipulator picks up the part, transports to the work base and starts putting glue in the holes. After that glue is checked one by one on the turning table using the camera. Balls are set on the holes over glue in the working base. In the end, the camera checks balls again. The process of assembly finishes if the glue and balls are properly set on the holes. 
Hardware Development
Overview of the System
End Effecter of a Manipulator
The tool on the Staubli has 3 different tools, gripper, ball tool, and syringe (Figure. 5). The gripper is for picking up and holding the part. The ball tool is for dealing with a ball. It can pick up one ball using negative pressure. The syringe is for glue. It has elastic band for compliance because the tip of the needle should touch the hole of the part to put the glue. The syringe goes up when the tip of the needle touch the hole. These three tools are controlled by air pressure. PLC controls valves of the air pressure. Each of them would be easily changed for changing a specification of a part, ball and glue because of the simple mechanism.
Software Development
Overview of Interactive Control in Piaget for the Test Application
Considering interactive possibilities of operators or development engineers, Figure 6 shows the main control form for the industrial application. This form is divided into 4 parts, Manipulator control, turning table, task for assembly, glue and ball detection.
Manipulator Control Program
Piaget allows for the global real-time control and software development of the overall production cell. At the local level, for the control of Staubli manipulator, it is the proprietary, StaubliVal3 environment that provides the adequate solution, e.g. for accurate inverse kinematics, and key security and error-tracking capabilities. Therefore some program commands have been developed within Piaget scope to communicate with Staubli, making use of TCP-IP, Ethernet based, communication standards. Figure 7 shows the flow chart of program between Piaget and Val 3. Essentially, once the connection is done between them, Piaget sends 3 commands to Staubli. One is the motion command including position, orientation, velocity and motion patterns. The others are On/Off command for the gripper. Staubli is waiting for a command from Piaget. If Staubli receives a motion command, it starts moving and sends current position and orientation every 0.1 s. It sends "Endmove" when it reaches a desired position and orientation to inform that it reaches them and stopped motion. This is required because it corporate with other tasks such as gripping, putting glue and setting balls.
In the end, the manipulator can be controlled manually in manipulator control ( Figure. Table   Task for assembly
Glue and ball detection
Results of glue and ball inside Piaget program. Coordination system, base coordinate and tool coordinate are also selectable. Piaget does on its own provide the transform utilities to allow users to specify robot motions in the frame they find most convenient at a given time.
EXPERIMENTAL RESULTS WITH TEST SYSTEM
Experiments have been conducted, according to the task flow presented in 3.1.1. Each step was separately programmed and conducted. Tasks were selected on the form in Figure. 6. The experiments have been successful. They have been documented by videos, and, even though this was not optimized for speed but for proof of concepts and safety in lab environment, Table1 shows the tasks and time of completion.
Pick up Task
The "Picking up 1" task is the first one, and consists in transporting the part from the delivery base to the working base with a gripper. This task illustrates motion management in handling phases. Figure 8 shows some experimental results of the task. Three tasks were conducted 5 times in sequence without failure occurring. The priority was set on overall system integration and Piaget practical functionality. An additional effort would be required to explore limits at higher speeds. 
Glue Task and Detection
Glue task illustrates the integration in Piaget of robot motion control and vision processes. This assembly task fixes balls in holes. Pressure and time for syringe are set in calibration phase (0.3 s). Figure 9 (Left) shows the working process. The syringe approaches vertically from the start to about 4/5 of holes, then tilts in order not to touch the protruded part of the work-piece. It showed good performance. All holes could be successfully filled with glue.
Next is a quality control. We conducted the glue detection task, to check whether the holes had a proper amount of glue by automatic means, including camera, turning table and glue detection program. Estimation was performed of the number of cyan pixels detected in each hole. The number appears in the results of glue and ball area of the control form ( Figure. 6 ). The window size was 48 x 48 in the analysis image (Right in Figure. 9 ). If the number is sufficient, it shows "OK". The program successfully detected that all holes had the glue.
Ball Task and Ball Detection
After automatic glue task, the ball task ensures the feeding of ball components and includes a sensorbased quality control phase. This task illustrates the integration in Piaget of another capability, the processing of external, PLC-conditioned, sensor inputs. Figure 10 shows some of the working process. The ball tool picks up a ball using negative pressure at the center of tray (a) and passes through the filter part in case of having two or three balls in order to take only one ball (b-c). Then it approaches the optical sensor to check ball presence (c). Finally it goes above the part and sets the ball (e-f). The ball tool only uses On / Off pressure values. We conducted again a visual check, the automatic detection of balls. We have used a smaller detection window (33x33) than for the glue detection because the glue comes out of hole and covers the part if the amount of glue is large. The program successfully detected holes and balls.
Critical Evaluation
This section presents a critical evaluation of the proposed approach. Notice first that Piaget has been experienced a lot, with a variety of resources including navigation, vocal recognition, Kinect perception, gesture control, or humanoid mediation. The specific contribution of the current paper focuses however on the integration of industrial robots; it does the job; this may look simpler but makes in fact the system yet incrementally more complete: typical previous functionalities remain fully at disposal.
The described approach is well in line with current trends: smart/cognitive robots on one hand inherit from manipulation capabilities of industrialgrade robots and on the other hand are added machine-based intelligence (e.g. Konidaris et al., 2012) .
In our complex applications, comparative evaluation with traditional AI approaches (in particular neural networks, fuzzy logic, genetic algorithms, experts systems, predicate calculus) appears simply impossible, as is impossible for any neural network to simulate a common computer.
Expertise is typically more critical than learning; and the former can be ensured without learning (e.g. DNA). In this sense, Piaget is precious in the development phase of applications. In operational mode, critical sources for learning include perception and communication; in this regard Piaget allows for learning, and could of course learn more if additional resources were considered, (e.g. dedicated sensors on the robotic manipulator, and possibly associated smart computing elements).
Once integrated in Piaget, robots do not require their own application dependent software. In the reported test, operations are defined in Piaget framework, which includes numerous interactive actions, forms, and all of the usual incremental capabilities of Piaget, from very simple to very powerful.
In the reported experiment, two different components deserve a special discussion. One is the integration of the specific industrial robot to Piaget. This requires, once, expert contributions in terms of kinematics and communication. The second one is the programming of the application in Piaget framework. This is comparatively much simpler.
Functionality is not really limited by Piaget but rather depends on real-world system components (e.g. sensors, transmitters, robot arm). In reactive timing, the most significant limit at supervisory level is TCP-IP related, i.e. < 0.1 s. More agile processes are distributed in subsystems, e.g. servo controllers.
In short, Piaget has in particular the extraordinary capability to integrate existing components both in time (developmental to operational phases) and in abstraction levels (from quasi-physical level to top application-oriented level). It can both, opportunistically integrate available resources, and, when necessary, "subcontract" too fast, distributed controls.
In AI, search is traditionally made for generality. Quantitative estimation though shows that reality is infinitely complex; for success, the careful selection of a goal is a necessary pre-requisite. Piaget is best adapted to the goal stated in title, and more generally for smart applications in the current, real-world.
CONCLUSIONS
The control of smart robots, and similarly smart applications in Factory Automation require programming and control capabilities at the integral level of many heterogeneous resources. Significant proposals exist for this purpose, such as ROS, yet we had to develop an original solution, "Piaget". Piaget can be deployed at a very low level, with very fast capabilities (e.g. 100 nanosecond long time slots in average), but more and more is concentrates on 
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Optical sensor higher hierarchical levels, where it brings the capability to flexibly coordinate multiple, largely smart and otherwise autonomous subsystems. This perfectly reflects fundamental constraints in closedloop control, which occurs in numerous instances for a smart system. Piaget can be effective and interactive in real-time; easy to operate, configure program, for the average user; and similarly so for experts, in case of parallel and distributed implementation. An industrial case is studied, involving multiple, otherwise independent, commercially available subsystems, such as industrial robot arm, PLC, IP camera or joint controller. A special, multi-tool end-effector, had to be designed. Highlight is given of selected software items, relating to the overall application, to the robot arm, or to the vision part. Experiments are reported, addressing three of the most significant process components. The results show good performance. Ideally, the system should be equipped with a smart controlling system such as without programming language for users (Perrollaz et al., 2012) ; (Yoshitake et al., 2013) , but for complex applications this goal seems far away and approaches like Piaget provide a pragmatic solution today.
