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Opinnäytetyönä rakensin robotin, jonka huomattavimpana ominaisuutena on 
säädettävä  akun  tilaindikaattori.  Robotti  koostuu  rinnakkaisportillisesta 
tietokoneyksiköstä,  USB-käyttöjärjestelmästä,  IR-sensoripaketista, 
tasajännitemoottoreista sekä itsevalmistetuista akun tilaindikaattori- ja
h-bridgepiirilevyistä. Työ ei ole tilattu, vaan perustuu Mikko Mikkosen ja Mika 
Härkösen  opinnäytetyöhön  jatkokehittelyn  muodossa.  Koska  en  voinut 
käyttää  alkuperäistä  robottia  työn  pohjana,  rakensin  oman  pienen 
robottiyksikön,  joka  voidaan  rinnastaa  alkuperäiseen  robottiin.  Akun 
tilaindikaattori  on  suunniteltu  sulautettavaksi  mihin  tahansa  järjestelmään, 
joka käyttää samankokoista teholähdettä. Koska koulutusohjelmani keskittyy 
lähinnä ohjelmointiin, työ on sekä monipuolinen että erittäin haastava, koska 
se sisältää sekä ohjelmointia että laitepuolen suunnittelua ja rakentamista. 
Apua työhön  sain  ohjaavalta  opettajaltani  Juha  Rädyltä,  joka  auttoi  ennen 
kaikkea piirilevyihin liittyvissä ongelmissa.  Tämän lisäksi sain apua työhöni 
Markku  Höglundilta,  joka  myös  opasti  minua  elektroniikan  kanssa.  Mukti 
Paudel  auttoi  mekaniikan  ja  rungon  suunnittelun  kanssa,  mutta  työn 
muuttuessa  pienemmäksi,  tarpeesta  tehokkaammille  moottoreille  ja 
rakenteille luovuttiin.
Opinnäytetyö  on  ennen  kaikkea  osoitus  koulutuksen  aikana  saamistani 
opeista sekä osaamisestani. Se on omistettu opettajilleni sekä muulle koulun 
henkilökunnalle, ystävilleni, perheelleni ja kaikille, jotka ovat jaksaneet tukea 
minua ja uskoa minuun monen vuoden ajan.
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Työn tavoitteena oli rakentaa pienikokoinen robotti, joka vastaanottaa akun 
tilaindikaattorista kontrollisignaalin, kun akun jännite tippuu määritellyn rajan 
alapuolelle.  Tarkoituksena  on  muuttaa  robotin  käyttäytymistä  akun  tilan 
muuttuessa. Projektissa käytettävä käyttäytymismalli aktivoi IR-sensorin, jota 
robotti  voi  käyttää  seuratakseen lattialla  olevaa mustaa  viivaa esimerkiksi 
lataustukiasemalle asti.
Koulun  silloinen  opetustarjonta  kattoi  hyvin  Linux-,  C-  ja 
mikrokontrolleriohjelmoinnin, mutta mekaniikan ja elektroniikan kursseja oli 
niukasti.  Vaikka  ensisijaisena  tavoitteena  oli  rakentaa  kokonaisuudessaan 
toimiva  robottiyksikkö,  laitekokonaisuudet  ja  komponentit  pyrittiin 
suunnittelemaan  energiaa  säästäviksi  ja  pienikokoisiksi.  Myös  lisälaitteisto 
pyrittiin pitämään helposti lisättävänä.
Kuten  Mikkosen  ja  Härkösen  robotti,  myös  tämä  toimii  hyvin  alustana 
jatkokehityksille,  tarjoten  useita  eri  lähestymistapoja  samanlaisen  projektin 
aloittamiseen. Robotin toiminnan ohjaaminen on toteutettu tietokonepäätettä 
käyttäen,  ja  näin  projekti  tarjoaa  tukea  normaalin  olio-ohjelmoinnin  lisäksi 
myös käytännön konepuolen  laite-  ja  ohjelmointisovellusten kehittämiseen. 
Jatkokehitysehdotuksina  suosittelen  esimerkiksi  lataustukiaseman 
rakentamista, ja rinnakkaisportin korvaamista USB-ratkaisulla.
Tämä  dokumentti  ei  kata  koko  projektin  vaiheita,  vaan  keskittyy  lähinnä 
robotin  käyttöjärjestelmän  ja  ohjelmien  rakentamiseen,  sensorien 
asentamiseen  sekä  piirilevyjen  rakentamiseen.  Lopputuloksena  on 
yksinkertainen, itseään ylläpitävä laitteisto.
Asiasanat: robotti, IR-sensori, rinnakkaisportti, piirilevy, linux, akku
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The aim of this Bachelor's thesis was to build a small robot unit which can 
receive  a  control  signal  from  a  battery  state  indicator  circuit,  when  the 
battery  voltage  drops  below  pre-defined  limit.  This  changes  the  robot's 
behaviour  according  to  the  battery's  state.  The  low-voltage  behaviour 
activates the IR-sensor, which the robot can use to detect a black line on the 
ground and for example follow it to a re-charging platform.
The school's curriculum included Linux- C- and microcontroller programming, 
but courses for mechanics and electronics were few. Although the primary 
aim was to build a functional robot unit, the additional hardware and other 
components were designed as energy efficient and compact as possible.
Like the robot of Mikkonen and Härkönen, this one also works as a template 
for  further  development  of  new  solutions  by  offering  different  ways  of 
approach.  The behaviour programming of the robot was designed to work 
with  a  small  PC-terminal,  and  thus  the  project  supports  not  only  object-
oriented  programming,  but  also  the  practical  design  and  development  of 
hardware and software applications. For further development I would suggest 
a re-charging platform, and a USB-based solution to replace the parallel port 
programming.
This document focused on building the operating system and programmes, 
sensor  mounting  and  building  the  printed  circuit  boards.  The  result  is  a 
simple, self-sufficient unit.
Keywords: robot, IR-sensor, parallel port, circuit board, linux, battery
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1 JOHDANTO
Tänä päivänä elektronisilta käyttölaitteilta odotetaan todella paljon. Varsinkin 
siviiliväestölle  suunniteltujen  laitteiden  käyttö-  ja  toimintavaatimusten  lista 
kasvaa jatkuvasti. Sensorien tarkkuus, itsenäinen toiminta, pieni tai kompakti 
koko,  laaja  ohjelmistovalikoima  ja  sulauttamismahdollisuudet  toisen 
valmistajan  laitteisiin  ovat  vain  osa  sitä  pitkää  listaa,  mikä  määrittelee 
nykyajan  standardit.  Laitteiston  kokonaisvaltainen  kehittäminen  on  tehty 
helpoksi  erilaisten  kehittämisalustojen  avulla,  joilla  voi  suunnitella  lähes 
kaiken  elektroniikasta  ohjelmistoon.  Tästä  johtuen  IT-alan  ammattilaiset 
voivat  huoletta  keskittyä  omaan  osaamisalueeseensa  helposti  saatavien 
työkalujen  ja  dokumenttien  avulla,  eikä  osaamisen  laajentamiseen  ole 
pakollista tarvetta.
Tämä opinnäytetyö pyrkii  liittämään mahdollisimman monta eri  osa-aluetta 
yhteen  pieneen  projektiin.  Mikkosen  ja  Härkösen  robotti  toimi  projektin 
suunnittelun  pohjana,  ja  lisälaitteistoa  lähdettiin  suunnittelemaan 
nimenomaan tätä systeemiä varten. Alkuperäinen robotti kykeni kulkemaan 
vapaasti  huoneessa  ja  käytti  ultraäänisensoreita  ympäristön  monitorointiin 
sekä  esteiden  kiertämiseen.  Ideana  oli  jatkaa  tätä  työtä  rakentamalla 
robottiin  akkua  monitoroiva  piiri,  induktiivinen  lataustukiasema  ja 
ohjausjärjestelmä,  joka  opastaa  robotin  lataustukiasemalle  tarvittaessa. 
Alkuperäisen robottiprojektin lakkauttamisen vuoksi lisälaitteille piti rakentaa 
täysin uusi alusta, joka on yksinkertaistettu versio alkuperäisestä robotista.
Projektin  painopisteinä  on  piirilevysuunnittelu  ja  -rakentaminen,  jännite-  ja 
virtakontrollointi,  tehoraja-arvojen  määritteleminen  ihanteellisen  toiminnan 
takaamiseksi,  sekä  valmiin  että  omavalmisteisen  laitteiston  sulauttaminen, 
käyttöjärjestelmän valinta ja käyttöönotto sekä järjestelmän ohjelmointi.
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2 MÄÄRITELMÄ
Työ perustuu akun jännitteen monitorointiin ja analysointiin. Robotin ohjelma 
koostuu  kahdesta  erillisestä  käyttäytymismallista,  jotka  vaihtuvat  akun 
tilaindikaattoripiirin  osoittaman  datasignaalin  mukaan.  IR-sensorin  ja  akun 
tilaindikaattorin lisäksi robotti ei käytä muita sensoreja.
Ensimmäinen käyttäytymismalli voidaan ajatella normaalina työmallina. Kun 
akku on täynnä, robotti voi toimia täydellä kapasiteetilla ja sen ensisijaisen 
tarkoituksen mukaan.  Tässä  projektissa  ensimmäinen  käyttäytymismalli  on 
demonstroitu  moottorien  pyörimisellä  eteenpäin,  eikä  robotti  reagoi  IR-
sensoreihin lainkaan.
Käyttäytymismalli  vaihtuu,  kun  akun  varaus  käy  vähiin.  Robotti  lopettaa 
normaalin toimintansa ja aktivoi IR-sensorit päästäkseen lataustukiasemalle. 
Tässä  projektissa  robotti  reagoi  IR-sensorien  signaaleihin  muuttamalla 
moottorien  suuntaa.  Tarkoituksena  on  pitää  keskimmäiset  fototransistorit 
mustan linjan päällä lataustukiasemalle asti.
Robottiin  on  rakennettu  h-bridgekytkennät  molemmille  moottoreille 
kontrolloimaan  moottorien  suuntaa.  Transistoripareja  ajetaan  kantaan 
suunnatuilla ohjaussignaaleilla, jotka tulevat rinnakkaisportista.
Koko  systeemiä  ajetaan  Thin  Client-tietokoneterminaalilla,  jonka 
käyttöympäristönä toimii Linux-pohjainen mobiilikäyttöjärjestelmä Slax. USB-
muistitikulle  asennettu  käyttöjärjestelmä  sisältää  myös  robotin  ohjaukseen 
käytettävän ohjelman sekä muokatut järjestelmätiedot, jotka mahdollistavat 
robotin ja ohjelman käynnistämisen virtanappia painamalla.
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3 LAITTEISTO
Työ sisältää myös valmiita komponentteja ja osia, jotka mitoitettiin projektiin 
erilaisten  testausten,  mittauksien  ja  tutkimusten  avulla.  Tässä  luvussa 
käydään  läpi  laitteiden  yleisimmät  ominaisuudet  sekä  sulauttaminen 
järjestelmään.
3.1 IR Compound Eye – infrapunasensori
IR Compound Eye on Dagu Hi-Tech Electronicin valmistama infrapunasensori, 
joka vastaanottaa sekä suoraa että heijastuvaa infrapunavaloa. Sen toiminta 
perustuu  neljään  fototransistoripariin  ja  neljään  infrapunalediin.  Idea  on 
samantyyppinen  kuin  hyönteisten  verkkosilmissä.  Ihmissilmään  verrattuna 
verkkosilmän  resoluutio  on  huomattavasti  matalampi,  mutta  se  havaitsee 
liikkeen paremmin.  Sensori  toimii  parhaiten sisätiloissa tai  yöaikaan, mutta 
auringonvalo tuottaa liikaa ongelmia suuren infrapunasäteilyn vuoksi.
(Robot-R-Us 2013, hakupäivä 22.5.2013)
Fototransistorit  on  liitetty  rinnakkain  parhaimman  toimivuuden  vuoksi. 
Sensorin  käyttöjännite  on  5  volttia,  ja  ledejä  voi  halutessaan  kontrolloida 
digitaalisella  sisääntulosignaalilla.  Laite  sisältää  4  analogista  ulostuloa 
(Jameco  2002-2013,  hakupäivä  22.5.2013).  Laitteen  tekniset  piirustukset 
löytyvät liitteen kuvasta 1 sekä kuvasta 1.
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KUVA 1. IR Compound Eye (Robot-R-Us 2013, hakupäivä 22.5.2013)
3.2 Tasavirtamoottorit
Projektissa  käytettävä  tasavirtamoottori  on  löytötavaraa,  eikä  siihen  ole 
virallisia  teknisiä  tietoja.  Moottorissa  ei  myöskään  näy  minkäänlaisia 
sarjanumeroita,  merkkejä  tai  logoja.  Moottori  testattiin  säädettävällä 
teholähteellä, ja tulokset on kirjattu taulukkoon 1.
TAULUKKO 1. moottorin testaus
JÄNNITE (V) VIRTA (mA) TILA
2,3 100 Moottori liikkuu heikosti
8,0 70-80 Moottori liikkuu hyvin
12,0 → 70-80 Moottori liikkuu vahvasti
Tästä voi päätellä, että moottorin maksimikäyttöjännite saattaa mennä yli 20 
voltin.  Moottorissa  riittää  myös  vääntöä,  joka  testattiin  kohdistamalla 
moottoriin  liikettä  vastustavaa  voimaa.  Tällöin virrankulutus  saattoi  nousta 
jopa yli 100 mA:iin.
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Moottori on sopiva projektiin, jossa käyttöjännite on välillä 10,5-12,7 volttia.
KUVA 2. Tasavirtamoottori
3.3 Rinnakkaisportti
Rinnakkaisportti on IBM-yhteensopivien tietokoneiden liitäntä, joka tunnetaan 
parhaiten myös tulostinporttina tai nimellä Centronics-portti. Nykyään porttia 
pidetään  vanhentuneena  teknologiana,  joka  on  suurimmaksi  osaksi 
korvattavissa  esimerkiksi  USB-liitännällä.  Kyseistä  porttia  käytetään 
projektissa siksi, että se on helppo ohjelmoida, eikä tarvitse erillisiä ajureita.
Rinnakkaisportti on standardimalli IEEE 1284, kaksisuuntainen datan välitys- 
ja  vastaanottoportti.  Portissa  on  yhteensä  25  pinniä,  jotka  on  jaoteltu 
kolmeen  eri  ryhmään:  ”Data  Register”,  ”Status  Register”  ja  ”Control 
Register”. ”Data Register” on ohjelmoitava I/O-rekisteri, jota käytetään tässä 
projektissa ulostuloportteina moottoreille ja sensorin käyttösignaalille. ”Status 
Register”  on  staattinen  syöttörekisteri,  jota  käytetään  tässä  projektissa 
lukemaan  sensorista  tulevia  signaaleja  sekä  tarkkailemaan  akun 
tilaindikaattorin  datasignaalia.  ”Control  Register”  on  staattinen 
ulostulorekisteri.  Tämä  rekisteri  ei  ole  käytössä  tässä  projektissa. 
Rekisteröimättömät pinnit ovat liitettynä maahan. Pinnien tarkemmat tiedot 
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näkyvät  kuvan 3 taulukosta.  Projektin pinnijärjestys kerrotaan pääohjelmaa 
käsittelevän luvun 3.1.3 lopussa.
KUVA 3. Rinnakkaisportti (Probotix 2007, hakupäivä 22.5.2013)
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4 TYÖN VAIHEET
Normaalin  kotitietokoneen  muuttaminen  robottia  ajavaksi  yksiköksi  vaatii 
laitteiston  tarkkaa  optimointia  ja  suunnittelua.  Rinnakkaisportin 
matalatehoiset signaalit eivät yksistään saa robotin moottoreita liikkumaan, 
eikä  tietokone  ymmärrä  signaalien  merkitystä  ilman  robottia  ajavaa 
pääohjelmaa.  Tämä  luku  kertoo,  kuinka  kahden  eri  piirilevytyypin  ja 
pääohjelman  avulla  robotti  pystyy  lukemaan  ja  analysoimaan  tietoa  sekä 
ajamaan  moottoreita  kontrollisignaaleja  hyväksi  käyttäen.  Tämä  prosessi 
voidaan jakaa kahteen eri osa-alueeseen:
1) USB-käyttöympäristön, Thin Clientin asetukset ja ohjelmat
2) Akun tilaindikaattorin ja H-Bridgen rakentaminen
4.1 Tietokone ja käyttöjärjestelmä yleisesti
Projektin alustaksi valittiin HP Compaq T5520 Thin Client-tietokoneterminaali. 
Thin  Client  toimii  välikätenä  ohjausdatan,  akun  tilaindikaattorin  ja 
moottoriohjauksen välissä. Sen sijaan, että ajettavat ohjelmat on asennettu 
Thin Clientin kovalevylle, kaikki moottoriohjaukseen käytettävät ohjelmat ja 
koodit  on  sijoitettu  muistitikulle,  johon  on  asennettu  Linux  Slax 
käyttöjärjestelmä.  Käyttöjärjestelmä  sisältää  mobiili-Linuxin  graafisella 
käyttöjärjestelmällä  sekä C-kääntäjän.  Käyttöjärjestelmä  on asennettu  niin, 
että  koneen  käynnistyessä  myös  ohjausohjelmistot  käynnistyvät  itsestään. 
Mikäli  robotin  akku  tyhjenee  ja  järjestelmä  sammuu,  koko  systeemi  on 
käyttövalmiina vain virtanappia painamalla.  USB-muistitikun vahvuutena on 
myös sen liikkuvuus: mikäli tietokoneterminaali  menee rikki, tilalle voidaan 
vaihtaa  uusi  PC,  ja  käyttöjärjestelmä on tikulla  valmiina.  PC:n  ensisijainen 
käynnistys pitää vain vaihtaa USB-porttiin.
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Linux Slax käyttää GCC-kääntäjää, joka tukee myös C-kieltä. GCC:n kieli eroaa 
hieman Windows-ympäristön C-kielestä mm. komentojen osalta. Nämä erot 
ovat kuitenkin pieniä, ja yleiset olio-ohjelmoinnin piirteet näkyvät myös tässä 
ympäristössä.
4.1.1 USB-käyttöympäristön ja Thin Clientin asetukset
USB-tikku  on  2GB  Kingston  Data  Traveller.  Jotta  käyttöjärjestelmän 
asentaminen tikulle  on mahdollista,  tulee  tikku formatoida perusteellisesti. 
Formatoimiseen  käytimme  ohjelmaa  EASEUS  Partition  Master  7.0.1  Home 
Edition  (www.partition-tool.com).  Tikun  osiointi  useampaan 
tiedostojärjestelmä-formaattiin  ei  ollut  tässä tapauksessa  tarpeellista,  vaan 
tikkuun  tehtiin  yhden  FAT32-formaatin  osio,  johon  käyttöjärjestelmä 
asennettiin.
Slax (ww.slax.org) on pieni ja nopea graafinen Linux-käyttöjärjestelmä, joka 
on  suunniteltu  ensisijaisesti  USB-  ja  CD-käyttöön.  Jakelu  koostuu  vapaasti 
valittavista  moduuleista,  joista  voidaan  rakentaa  käyttäjäkohtainen 
asennuspaketti.  Slax  sisältää  C-kääntäjän  GCC,  joka  toimii  kirjoitus-  ja 
ajoalustana  robotin  ohjaukseen  tarvittaville  ohjelmille.  Slaxin  omia 
järjestelmä-  ja  konfiguraatiotiedostoja  muuttamalla  ajettavat  ohjelmat 
voidaan ohjelmoida käynnistymään automaattisesti. Mikäli virta robottiin siis 
jostain syystä loppuu, koko laitteisto voidaan käynnistää nappia painamalla, 
eikä erillistä hiirtä, näppäimistöä tai näyttöä tarvita. Laitteistona käytettävä 
tietokone  voidaan  vaihtaa  uuteen,  eikä  erillisiä  asennuksia  ohjelmistoon 
vaadita: riittää kun asettaa tikun USB-porttiin ja kytkee virrat päälle.
Siinä missä USB-Slax toimii projektin ohjelmistona, HP Compaq T5520 Thin 
Client toimii laitteistona. USB-tikun sisältämä koodi mahdollistaa Thin Clientin 
rinnakkaisportin  uudelleenohjelmoimisen sekä robotin  informaatiosignaalien 
lukemisen ja tuottamisen. Thin Clientin rajoitettu muisti esti Slaxin graafisen 
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käytön,  mutta  käyttöjärjestelmä  toimii  tekstimuodossa  samoin  kuin  muut 
Linuxit.
4.1.2 Ohjelman ajo käynnistyksen jälkeen
Käyttäjä  voi  vaikuttaa  Linuxin  käynnistysasetuksiin  muuttamalla 
käyttöjärjestelmän CFG-tiedoston sisältöä. Seuraava komentosarja on tärkeä 
robotin itsenäisyyden kannalta:
LABEL slax
MENU LABEL Slax Text mode
KERNEL /boot/vmlinuz
APPEND initrd=/boot/initrd.gz ramdisk_size=6666 root=/dev/ram0 rw 
autoexec=../mnt/sda1/robot/robot changes=/slax/
TEXT HELP
                                          More about currently selected:
                                          Run Slax in textmode and start
                                          command prompt only
ENDTEXT
Järjestelmä  on  ohjelmoitu  käynnistämään  komentosarjan  ensimmäinen 
vaihtoehto  automaattisesti,  jos  käyttäjä  ei  valitse  käynnistystapaa  itse. 
Komentosarjan sijoittaminen listan ensimmäiseksi vaihtoehdoksi mahdollistaa 
käyttöjärjestelmän  käynnistämisen  tekstiympäristössä  automaattisesti. 
Komentosarja  APPEND-rivin  autoexec=...  avaa  tiedoston,  joka  on 
tiedostopolun  päässä.  Tässä  tapauksessa  tiedostopolun  päähän  asetettu 
tiedosto  on  ajovalmis  ja  käännetty  pääohjelma.  Pääohjelma  löytyy 
kokonaisuudessaan liitteestä 2, ja sen osia käydään läpi luvussa 4.1.3.
4.1.3 Tärkeät Linux-komennot ja pääohjelma
Robotin  ohjelmatiedostot  kulkevat  muistitikun  mukana,  ja  pääohjelma  on 
kirjoitettu  Windowsin  Muistiolla.  GCC:n  kääntäjä  kykenee  tunnistamaan  ja 
kääntämään  tiedostot,  joiden  tiedostojatkeena  on  (piste)c.  Tämä   luo 
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ajettavan ohjelman. Mikäli  ohjelma sisältää ohjelmointivirheitä,  komentorivi 
antaa niistä virheilmoituksen.
Seuraavat komennot mahdollistavat ohjelman liittämisen järjestelmään:
cd ../mnt/sda1/robot
ls
Tämä  komento  avaa  tiedostopolun  kansioon,  jossa  pääohjelman  tiedosto 
sijaitsee.  ”Mnt” eli  ”mounting  device” tarkoittaa laitteita,  jotka eivät kuulu 
järjestelmän vakiolaitteisiin, tässä tapauksessa esimerkiksi USB-tikku. ”Sda1” 
on koneen tunnistama USB-tikku. Tämä avaa näkymän USB-tikun sisältöön, 
mitä  voi  tämän  jälkeen  selata  normaalisti.  Komento  ”ls”  antaa  listauksen 
tiedostopolun  pään  sisällöstä.  Kansio  ”robot”  sisältää  ohjelman 
”ROBOT_DIRECTIONS.c”,  sekä  tiedoston  ”robot”,  joka  on  C-ohjelman 
käännetty ja ajovalmis tiedosto.
gcc ROBOT_DIRECTIONS.c -o robot
./robot
Komento  ”gcc”  aktivoi  Linuxin  C-kääntäjän,  joka  tarkistaa  ohjelman 
toimivuuden. Komento ”-o” ja tiedostonimi ”robot” luo toimivasta ohjelmasta 
ajettavan  tiedoston,  ja  järjestelmä  nimeää  sen  automaattisesti  tässä 
tapauksessa  ”robotiksi”.  Ilman  komentoa  ”-o”  järjestelmä  luo  ajettavan 
tiedoston nimeltä a.out,  joka toimii samalla tavalla. Komento ”./robot” ajaa 
ohjelman.  Kertaalleen käännettyä  ohjelmaa ei  tarvitse  kääntää  uudestaan, 
vaan  sen  voi  ajaa  heti  käynnistyksen  jälkeen  määrittelemällä  täydellisen 
tiedostopolun:
cd ../mnt/sda1/robot/robot
Pääohjelma  löytyy  kokonaisuudessaan  liitteistä  sivulta  27.  Vaikka 
toimintaperiaate on yksinkertainen, koodi sisältää muutamia keskeisiä osia, 
jotka ovat tärkeitä robotin toiminnan osalta.
#include <sys/io.h>
#define BASEPORT 0x378
15
#define STATUSPORT BASEPORT+1
#define CONTROLPORT BASEPORT+2
<sys/io.h>  on  gcc-kirjasto,  joka  mahdollistaa  rinnakkaisportin 
uudelleenohjelmoinnin.  Rinnakkaisporttiin  kuuluu  kolme  eri  päärekisteriä, 
jotka  määritellään  ”#define”-komennolla.  Vaikka  rekisterien  osoitteet  ovat 
standardeja,  on  järkevää  tarkistaa  niiden  sijainti  konetta  vaihdettaessa. 
Projektissa  on  käytössä  ainoastaan  BASEPORT  (output)  ja  STATUSPORT 
(input),  mutta CONTROLPORT on määritelty kaiken varalta, mikäli  sille olisi 
löytynyt käyttöä.
if (ioperm(BASEPORT, 3, 1)){
perror("ioperm");
exit(1);
}
Rinnakkaisportin  uudelleenohjelmointi  ei  onnistu  ilmanjärjestelmän  lupaa. 
Funktio  ”ioperm(BASEPORT,  3,  1)”  antaa  luvan  käyttää  3  porttia:  0x378 
(BASEPORT) ja siitä kaksi eteenpäin. Syntaksin viimeinen numero on boolean-
tyyppinen  arvo  joko  luvan  aktivoimiseksi  (1)  tai  kieltämiseksi  (0).  Funktio 
käyttää kirjastoa <unistd.h>.
inb(STATUSPORT);
outb(128, BASEPORT);
Porttien  varsinainen  kontrollointi  tapahtuu  näillä  komennoilla.  Komento 
”inb(STATUSPORT)”  lukee  sisääntulevaa  informaatiota  ja  muuttaa  sen 
heksadesimaalimuotoon.  Komento  ”outb(128,  BASEPORT)”  tuottaa 
ulosmenevän  signaalin  8  bitin  desimaalimuodossa  (1000  0000)  portista 
BASEPORT. (Saikkonen 2000, hakupäivä 22.5.2013)
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TAULUKKO 2. Rinnakkaisportin pinnit
ASETUS PORTTI PINNIN NUMERO SUUNTA
Moottori 1, Vasen Data 0 2 Ulos
Moottori 1, Oikea Data 1 3 Ulos
Moottori 2, Vasen Data 2 4 Ulos
Moottori 2, Oikea Data 3 5 Ulos
Sens. Akt. Sign. Data 7 9 Ulos
Akun tilaindik. Status 3 15 Sisään
Sensori, Vasen Status 4 13 Sisään
Sensori, Keski- Status 5 12 Sisään
Sensori, Oikea Status 6 10 Sisään
Maa - 25 -
HUOM! Pinni- ja porttiviittaukset löytyvät rinnakkaisporttikappaleen kuvasta 
3.
4.2 Piirilevyjen rakentaminen
4.2.1 Akun tilaindikaattori
Jotta robotin itsenäinen toiminta ei keskeytyisi, sen tulee olla tietoinen akun 
varauksen  määrästä  ja  sen  on  pystyttävä  reagoimaan  liian  matalaan 
varaukseen.  Mikäli  varaus  laskee  liian  matalaksi,  robotti  tarvitsee  silti 
tarpeeksi energiaa siirtyäkseen lataustukialustalle.  Tämä kappale käsittelee 
akun varausta tarkkailevan piirin rakennetta, toimintaa ja sulautusta osaksi 
muuta järjestelmää.
Akun tilaindikaattorin  tarkoituksena on  nimensä  mukaisesti  tarkkailla  akun 
varausta. Jännitteen tippuessa määritellyn rajan alapuolelle piirilevy lähettää 
signaalin tietokoneelle, jolloin robotin normaalin käyttäytymismallin ohjelma 
muuttuu: robotin lattiasensorit käynnistyvät, ja se lähtee etsimään oletettua 
lataustukiasemaa.
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Jotta  jännitekynnyksen  määrittely  olisi  mahdollista,  on  tiedettävä  paljonko 
robotti  tarvitsee  energiaa  liikkuakseen  kaukaisimmasta  pisteestä 
lataustukialustalle.  Pääosin  tähän  vaikuttaa  moottorien  sekä  tietokoneen 
energiantarve.  Sensorit  ja  piirilevyt  toimivat  niin  pienellä  virralla  ja 
jännitteellä, että niiden huomioiminen on toissijaista, vaikkakin suositeltavaa.
Projektissa  käytettävä  tietokoneterminaali  toimii  alle  10  voltin  jännitteellä. 
Myös  moottorit  toimivat  niin  pienellä  teholla,  että  jännitekynnyksen 
määrittelemisen perusteena on järkevämpää käyttää akun rajoituksia. Tässä 
tapauksessa akun minimijännitearvo on noin 10,8 V.
  
Kynnysjännitteen  säätäminen  tapahtuu  seuraavasti:  piirilevy  on kytkettynä 
säädettävään  teholähteeseen,  ja  yleismittari  liitetään 
jännitemittausasennossa  NAND-portista  tietokoneelle  menevän 
informaatiosignaalin ja maan väliin. Yleismittari antaa jännitearvon 5 V, kun 
teholähde  tuottaa  määriteltyä  kynnysjännitettä  suuremman  jännitteen. 
Haluttu  kynnysjännitearvo  asetetaan  potentiometriä  säätämällä.  Kun 
teholähteen  tuottama  jännite  putoaa  kynnysjännitteen  alapuolelle, 
yleismittarin lukema putoaa lähelle 0 V.
Kohdissa  A  ja  B  mainittavalla  teholähteen  jännitteellä  tarkoitetaan 
testivaiheessa käytetyn teholähteen säädettävää jännitettä ja oletettua akun 
jännitettä.  Kynnysjännitteellä  tarkoitetaan  haluttua  jännitettä,  jolloin  piirin 
lähettämä informaatiosignaali muuttuu tilasta ”1” tilaan ”0” tai päinvastoin.
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KUVA 4. Akun tilaindikaattoripiiri
Kohta A
Jännittekynnyksen määrittely tapahtuu tässä kohdassa. Piiriosion tärkeimmät 
komponentit  ovat  NPN-tyypin  transistori,  zener-diodi  sekä  potentiometri. 
Zener-diodi  on  asetettu  estosuuntaan  transistorin  kantaa  kohti. 
Potentiometriä  säätämällä  voidaan  hyväksikäyttää  jännitejakoa  ennen 
zeneriä.  Mitä  enemmän  potentiometri  vastustaa  virtaa,  sitä  korkeampi 
kynnysjännite  on.  Teholähteen  jännitteen  ollessa  määriteltyä 
kynnysjännitettä korkeampi transistorin kanta on kiinni ja piirin virta ohjataan 
suoraan  maahan.  Kynnysjännitteen  laskiessa  rajan  alapuolelle  zener  estää 
jännitteen  kulkeutumisen  kantaan,  jolloin  transistori  on  auki.  Tällöin  virta 
ohjautuu loogisen NAND-portin sisääntuloon.
Kohta B
Looginen  NAND-portti  (CD4011UBE)  toimii  informaatiosignaalia  ohjaavana 
komponenttina.  Portti  toimii  5  V:n  käyttöjännitteellä.  Tämä  tuotetaan 
jänniteregulaattorilla,  joka  on  kytketty  suoraan  teholähteeseen.  Kun 
transistori on kiinni ja piirin virta ohjataan suoraan maahan, portin sisääntulo 
on ”0”. Tällöin NAND-portti antaa signaaliarvon ”1”, joka kertoo tietokoneelle 
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teholähteen jännitteen olevan kynnysjännitettä korkeampi. Tansistorin ollessa 
auki ja piirin virran ohjautuessa NAND-porttiin portin sisääntulo on ”1”. Tämän 
NAND-portti  puolestaan  kääntää  arvoksi  ”0”,  jolloin  tietokone  reagoi 
muutokseen käynnistämällä sensorit.
4.2.2 H-bridge
H-bridgekytkentää käytetään sähkömoottorien suunnan vaihtamiseen robotin 
ohjauksessa.  Teoriassa  h-bridge  koostuu  neljästä  kytkimestä,  jotka  on 
sijoitettu  pareittain  ohjaamaan  jännite  moottorin  napojen  läpi  jompaan 
kumpaan suuntaan.  Taulukossa 3 Kytkin 1 on vasemmassa yläkulmassa ja 
siitä myötäpäivään seuraavat Kytkimet 2, 3 ja 4. Tulos määräytyy kytkinten 
tilan mukaan.
Taulukkoon  3  on  merkitty  kaikki  mahdolliset  yksittäiset  kytkinasennot  ja 
niiden tulokset. Projektissa kuitenkin käytetään transistoripareja, joten kaikki 
asennot  eivät  ole  edes  mahdollisia  toteuttaa.  Siksi  projektin  osalta 
keskeisimmät kytkentämahdollisuudet on lihavoitu, ja jäljelle jäävät asennot 
on yliviivattu ja pois käytöstä. Kytkimen asento ”1” ilmoittaa kytkimen olevan 
kiinni,  ja  asento  ”0”  tarkoittaa  avointa.  Punaisia  kytkentöjä  tulisi  välttää, 
koska ne aiheuttavat piirin rikkoontumisen.
TAULUKKO 3: Yksittäisen h-bridgen kytkinasennot
KYTKIN 1 KYTKIN 2 KYTKIN 3 KYTKIN 4 TILA
0 0 0 0 Vapaa/Seis
0 0 0 1 Vapaa/Seis
0 0 1 0 Vapaa/Seis
0 0 1 1 Jarrutus
0 1 0 0 Vapaa/Seis
0 1 0 1 Eteenpäin
0 1 1 0 Oikosulku
0 1 1 1 Oikosulku
1 0 0 0 Vapaa/Seis
1 0 0 1 Oikosulku
1 0 1 0 Taaksepäin
1 0 1 1 Oikosulku
1 1 0 0 Jarrutus
20
1 1 0 1 Oikosulku
1 1 1 0 Oikosulku
1 1 1 1 Oikosulku
Projektin  h-bridge  on  suunniteltu  ja  rakennettu  vastaamaan  käytettävien 
komponenttien ja osien toimivuutta. Tästä johtuen moottoria edeltävän PNP-
transistorin kantaan on lisätty ylimääräinen NPN-transistori. Testausvaiheessa 
PNP-transistori päästi kytkinasennosta riippumatta läpi jännitteen, joka rikkoi 
komponentteja.  Ongelma  ratkaistiin  PNP-NPN-yhdistelmällä,  joka  aukaisee 
PNP-transistorin kannan signaalijännitteen sulkiessa NPN-transistorin. Diodien 
tarkoitus on estää transistorien särkyminen vääränsuuntaisten jännitepiikkien 
tapahtuessa. H-bridgekytkentä on esitetty kuvassa 5.
KUVA 5. H-bridgekytkentä
Taulukko 4 kuvaa tilanteita, jotka on mahdollista toteuttaa kahta moottoria ja 
h-bridgekytkentöjä  käyttämällä.  ”0”  tarkoittaa  moottorin  kiertosuuntaa 
taaksepäin,  ”1”  tarkoittaa  eteenpäin  ja  ”Z”-asennossa  moottori  ei  liiku 
ollenkaan. Kääntymiseen on tässä projektissa käytetty molempien moottorien 
vastakkaisia  kiertosuuntia,  mutta  sen  voi  toteuttaa  myös  yhtä  moottoria 
käyttäen.
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TAULUKKO 4: Moottoriohjaus h-bridgeparia käyttäen
VASEN OIKEA TILA
0 0 Taaksepäin
0 1 Kääntyy vasemmalle
1 0 Kääntyy oikealle
1 1 Eteenpäin
Z Z Seis
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5 YHTEENVETO
Opinnäytetyön  tarkoitus  oli  jatkaa  Mikkosen  ja  Härkösen  robottiprojektia 
lisäämällä  robotille  automaatio-ominaisuus  itsenäisen  latausjärjestelmän 
muodossa. Mikkosen ja Härkösen robotin muokkaaminen ei ollut mahdollista, 
joten  opinnäytetyön  sivuprojektina  syntyi  aivan  uusi  robottiprojekti. 
Haasteena  oli  siis  robotin  ohjelmoinnin  lisäksi  aivan  uusi  käyttöympäristö 
sekä robotin suunnittelu ja rakentaminen.
Verrattuna  yleiseen  käsitykseen  robotin  teollisesta  ulkomuodosta  ja 
kokoonpanosta  projekti  on  loistava  esimerkki  siitä,  miten  arkipäivän 
tavaroista – esimerkiksi koti-PC:stä ja yleiskomponenteista – voidaan rakentaa 
täysin  ympäristöstä  riippumaton  automaattinen  järjestelmä.  Erilaisten 
lisäominaisuuksien  liittäminen  robottiin  on  tehty  mahdollisimman  helpoksi 
tietokoneen I/O-portteja hyväksi käyttäen.
Jatkokehitysehdotuksena robotin signaaliliikenne saataisiin joustavammaksi ja 
modernimmaksi mikäli se päivitettäisiin rinnakkaisportista USB-porttiin. Tämä 
vaatii joko ajurien asentamista käyttöjärjestelmään ja/tai ammattimaisempaa 
ohjelmointia.  Myös IR-sensorien korvaaminen esimerkiksi  beacon-ratkaisulla 
mahdollistaisi robotin vapaan liikkumisen rakennuksen eri huoneissa.
Työn  ohessa  huomasin,  kuinka  kaukana  teoria  ja  käytäntö  voivat  olla 
toisistaan.  Piirilevyjen suunnittelu saattoi  mennä uusiksi  monta kertaa vain 
siksi,  että  komponenttien  testausvaiheessa  tulokset  muuttuivat 
huomattavasti.  Tämä  johti  ongelmiin  myös  ohjelmointivaiheessa,  missä 
tuotetut  signaalit  käyttäytyivät  oletusten  vastaisesti.  Ongelmat  eivät  aina 
kuitenkaan johtuneet teorian ja käytännön yhteensopimattomuuksista, vaan 
ongelmana  oli  toisinaan  myös  rikkinäiset  tai  vialliset  mittauslaitteet  sekä 
muut  työkalut.  Tästä  syystä  ongelmaratkaisutaitojen  omaksuminen  on 
kriittisen  tärkeää.  Joka tapauksessa  tunsin  suurta  ylpeyttä  joka kerta,  kun 
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ratkaisin mahdottomalta vaikuttaneen ongelman. Sain paljon apua ja tukea 
ohjaavalta opettajaltani Juha Rädyltä sekä usealta opiskelijaystävältäni.
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LIITTEET
1. IR Compound Eye
2. Pääohjelma
/*************************************************
***                 ***
*         PARALLEL PORT PIN DECLARATION          *
*                   *
*           2 3 5 4 H G F E D C B A x                     *
*             0 x x x  x  x x  x  x  x 1 x                     *
*                   *
*     x = not in use                   *
*     A-H = output pins, A = (LSB)                       *
*     1-5 = input pins, 5 = inv                   *
*     0 = GND                   *
*                     GROUPS                   *
*     Right motor: A(backw) B(forw)                     *
*     Left motor:  C(backw) D(forw)                      *
*                   *
*     Line@3: forward                   *
*     Line@2: turn left                   *
*     Line@4: turn right                   *
*     Line@2, 3, 4: stop                   *
***                ***
************************************************/
#include <stdio.h>
#include <stdlib.h>
#include <unistd.h>
#include <sys/io.h>
#define BASEPORT 0x378
#define STATUSPORT BASEPORT+1
#define CONTROLPORT BASEPORT+2
/*DATAPORT VARIABLES*/
unsigned char data_out;
/*STATUSPORT VARIABLES*/
unsigned char status_in;
unsigned char status_in_temp;
unsigned char battery_signal;
unsigned char battery_AND; //0000 1000 as Hex
unsigned char sensor_AND; //0111 0000 as Hex
/*MISC*/
unsigned long pulse_width; // PWM control
int main()
{
/* Get access to the ports */
  if (ioperm(BASEPORT, 3, 1)){
perror("ioperm");
exit(1);
}
pulse_width = 400000;
data_mask = 0xFF;
status_mask = 0x78;
battery_AND = 0x08;
sensor_AND = 0x70;
for(;;){  
        battery_signal = inb(STATUSPORT) & battery_AND;
        switch( battery_signal ){
                case 0x00:
                        outb(128, BASEPORT); //IRSensor
                        status_in_temp = inb(STATUSPORT);
                        status_in = ~status_in_temp & sensor_AND;
                        printf("Checking IR\n");
                        switch (status_in){
                                case 0x00:
                                        printf("motors OFF\n");
                                        outb(192, BASEPORT); //1100 0000 Motors Off
                                        usleep(pulse_width / 2);
                                        outb(64, BASEPORT); //0100 0000 Motors Off
                                        usleep(pulse_width / 2);
                                        break;
                                case 0x10:
                                        printf("turning Left\n");
                                        outb(198, BASEPORT); //1100 0110 Turn Left
                                        usleep(pulse_width / 2);
                                        outb(64, BASEPORT); //0100 0000 Motors Off
                                        usleep(pulse_width / 2);
                                        break;
                                case 0x30:
                                        printf("turning Left\n");
                                        outb(198, BASEPORT); //1100 0110 Turn Left
                                        usleep(pulse_width / 2);
                                        outb(64, BASEPORT); //0100 0000 Motors Off
                                        usleep(pulse_width / 2);
                                        break;
                                case 0x40:
                                        printf("turning Right\n");
                                        outb(201, BASEPORT); //1100 1001 Turn Right
                                        usleep(pulse_width / 2);
                                        outb(64, BASEPORT); //0100 0000 Motors Off
                                        usleep(pulse_width / 2);
                                        break;
                                case 0x50:
                                        printf("Forward\n");
                                        outb(202, BASEPORT); //1100 1010 Forward
                                        usleep(pulse_width / 2);
                                        outb(64, BASEPORT); //0100 0000 Motors Off
                                        usleep(pulse_width / 2);
                                        break;
                                case 0x60:
                                        printf("turning Right\n");
                                        outb(201, BASEPORT); //1100 1001 Turn Right
                                        usleep(pulse_width / 2);
                                        outb(64, BASEPORT); //0100 0000 Motors Off
                                        usleep(pulse_width / 2);
                                        break;
                                case 0x70:
                                        printf("Forward\n");
                                        outb(202, BASEPORT); //1100 1010 Forward
                                        usleep(pulse_width / 2);
                                        outb(64, BASEPORT); //0100 0000 Motors Off
                                        usleep(pulse_width / 2);
                                        break;
                                default: //DEFAULT MOVEMENT TO ISOLATE
                                        printf("loop control\n"); //PROBLEMS MORE EASILY
                                        outb(201, BASEPORT); //1100 1001 Turn Right
                                        usleep(pulse_width / 4);
                                        outb(64, BASEPORT); //0100 0000 Turn Left
                                        usleep(pulse_width / 4);
                                        outb(198, BASEPORT); //1100 0110 Turn Right
                                        usleep(pulse_width / 4);
                                        outb(64, BASEPORT); //0100 0000 Turn Left
                                        usleep(pulse_width / 4);
                                        break;
                        }
                        break;
                        case 0x08:
                                printf("Battery OK\n");
                                outb(74, BASEPORT); //0100 1010 Forward
                                usleep(pulse_width / 2);
                                outb(64, BASEPORT); //0100 0000 Motors Off
                                usleep(pulse_width / 2);
                                break;
                        default:
                                printf("DEFAULT MODE");}
                                break;
        }
          /* We don't need the ports anymore */
          if (ioperm(BASEPORT, 3, 0)){
perror("ioperm");
exit(1);
        }
          exit(0);
}
