By sensing and compensating wavefront aberration, adaptive optics (AO) systems have proven themselves crucial in large astronomical telescopes, retinal imaging, and holographic coherent imaging. Commercial AO systems for laboratory use are now available in the market. One such is the ThorLabs AO kit built around a Boston Micromachines deformable mirror. However, there are limitations in applying these systems to research and pedagogical projects since the software is written with limited flexibility. In this paper, we describe a MATLAB-based software suite to interface with the ThorLabs AO kit by using the MATLAB Engine API and Visual Studio. The software is designed to offer complete access to the wavefront sensor data, through the various levels of processing, to the command signals to the deformable mirror and fast steering mirror. In this way, through a MATLAB GUI, an operator can experiment with every aspect of the AO system's functioning. This is particularly valuable for tests of new control algorithms as well as to support student engagement in an academic environment. We plan to make the code freely available to the community.
INTRODUCTION
Adaptive optics (AO) is a well-known technique for obtaining high-resolution images in the astronomical field by removing aberration caused by air turbulence. [1] Recently, it has expanded to the field of retinal and biological specimens imaging, free space communication and holographic coherent imaging. AO uses the principle of phase conjugation and the technique requires wavefront measurement and signal processing to remove the aberration. Thus, a conventional AO system consists of three main parts, a wavefront sensor (WFS), a deformable mirror (DM), and a control computer. [1] It compensates the distortion by the interaction between the WFS and the DM. The WFS detects the optical aberration and a DM corrects for optical aberration. A control computer monitors and analyzes the wavefront data for the active mirror. [1] The AO kit developed and marketed by Thorlabs has broad application in the fields of research, education, and the development of prototype optical systems. The supported software development kit (SDK) is generally based on the C language which is the most prevalent programming language for application development on Windows platforms. However, it has drawbacks including low efficiency in matrix operations, numerical analysis, engineering calculations and data visualization. [2] In addition, the SDK is restricted in its application to research and pedagogical projects. For example, the reconstructor matrix calibration is implemented only via 'poke mode', the measurement of the effects on the WFS signals of individual DM actuator motions. For classroom training, it is also highly desirable to show reconstructor calculation using other basis sets such as Zernike modes or Fourier components. Furthermore, the SDK permits only limited operations, which hamper a thorough exploration of the details of AO control architectures. Implementing, diverse ideas and application, calls for professional programming or technical support.
As a solution, we are developing our own code, in a combination of C++ and MATLAB. MATLAB has relatively less capability in accessing hardware. However, it has diverse and powerful functions and applications such as signal and image processing, and excellent data visualization tools. Interlacing C++ and MATLAB helps to improve the run-time speed, enable access to hardware, and decrease software development time. MATLAB can readily be inserted into C++ code by using MATLAB Engine. MATLAB Engine libraries contain routines that allow C based software to call MATLAB functions and transfer data between the two languages. By using components of the SDK provided by Thorlabs, we obtain wavefront data from the WFS and send it to MATLAB. In MATLAB, the data are analyzed by various functions installed in MATLAB and reconstructed to a DM operating signal in order to flatten the wavefront. Finally, the correction signal is received by C based software and transferred into the DM hardware to deform the mirror surface.
In addition, the software is designed as a real-time closed-loop system that will control the WFS, DM, and fast steering mirror (FSM) parameters such as camera resolution, exposure time, number of averaged datasets, signal gain, and each actuator of the DM in a MATLAB graphic user interface (GUI). Real-time wavefront data, deformable surface values, and other parameters are shown in a separate MATLAB GUI. The code is flexible enough to apply various algorithms to the AO kit system due to its open source status.
In this paper, we show the various calibration methods we have implemented, such as poke mode, and Zernike mode for the AO kit and the results of integrating a FSM as a compensator for tip and tilt to the AO kit. Figure 1 . AO system schematic layout, Light from the laser is collimated and the aperture stop at the output of the laser is imaged onto the fast steering mirror (FSM). The stop is imaged again onto the deformable mirror (DM), and finally onto the lenslet array of the wavefront sensor (WFS). A beam splitter transmits a portion of the light to an imaging camera.
METHOD

AO system configuration
The Optical configuration of the system is shown in Figure 1 . The kit as supplied by Thorlabs does not include a fast steering mirror (FSM). We have modified the kit to include one, along with an additional pupil relay, to improve the range of aberration that can be compensated. The FSM will also allow the system to correct telescope jitter when it is deployed on sky without loss of dynamic range.
The system is designed such that the laser propagates to the FSM first in order to compensate for tip and tilt. The reflected beam from the FSM then propagates to the DM to correct high order distortion. After both active mirrors, the laser travels to the beam splitter, and one beam propagates to the WFS while another beam propagates to the imaging plane or the imaging camera. Since all devices, FSM, DM, and the WFS, are located in reimaged pupil planes, the positions of the incident beam on each device's surface are not affected by tip and tilt caused by the FSM or surface shaping from the DM. Ahead of the laser, just after the aperture stop which forms the system's entrance pupil, a phase plate may be placed that allows dynamic aberration to be introduced, mimicking the effect of atmospheric turbulence. A large fraction of the aberration arising from Kolmogorov turbulence is in global tip and tilt. Most AO systems therefore include a FSM to remove the majority of this component, leaving the full dynamic range of the DM to correct the higher-order wavefront errors. Our AO system includes both a FSM and DM to respectively correct for the tip and tilt and high-order aberration as schematically illustrated in Figure 1 . Once the system measures the distorted wavefront information, it separates the global tip and tilt aberration from the wavefront data and sends the reconstructed signal to the FSM. Higher order distortion is corrected by the DM as described in Figure 2 . We achieve the process by using a tilt removal algorithm represented by Equation 1 and 2.
[1]
F Tilt here is defined as the global tilt matrix that projects tip and tilt and it represents the mean slope of the wavefront. The matrix consists of pairs of x and y slopes generated on the WFS in response to orthogonal motions of the FSM. One slope pair is generated for each of the n illuminated subapertures. These slopes are split so that odd numbered rows contain the x slope values, while even numbered rows contain y slope values. The scalar S relates the magnitude of the tilt applied to the FSM and the measured slopes. The tilt projection matrix P tilt is the product of the global tilt matrix and its transpose.
The tilt removed poke matrix F Tilt Removal is calculated according to Equation 3. Change the surface of
The poke matrix records slopes captured by the WFS in response to each surface shape imposed on the DM and the matrix converts the m actuator values of the DM to slope data. The poke matrix contains global tilt information since when an actuator is poked, the mean slope of the wavefront is non-zero. The tilt removal algorithm is based on removing the mean slope from the poke matrix. By using the Moore-Penrose pseudoinverse, we can obtain the tilt removed reconstruction matrix R Tilt Removed .
As F Tilt Removed includes only higher order aberration, the reconstruction matrix defines the response of the DM to compensate aberrations. Similarly, the reconstruction matrix for FSM correction is obtained with the pseudoinverse of F Tilt . Once the tilt reconstruction matrix is obtained for response of the FSM, the mean slope coefficients of x and y axis of the wavefront are obtained by the product of the tilt reconstruction matrix and the WFS slope vector
MATLAB Engine
Visual Studio was used as the command software and MATLAB was used as the signal processing software. The MATLAB Engine software allows a C program to transfer data into the MATLAB code. It also makes it possible to call the useful MATLAB library from Visual Studio. As shown in Figure 3 , measured wavefront data from the WFS are converted to a compatible data type in order to allow for communication with the MATLAB Engine. These data are then allocated from our C based program into the MATLAB workspace making it possible for signal processing using the MATLAB Engine. Once signal processing is completed, our C program loads the MATLAB result and converts it into a C-based data type. Finally, those results are used to correct the distorted wavefront. All data communications are done in C, except for signal processing and plotting in a MATLAB based figure. For our optical setup, we have used the AO kit provided by Thorlabs. It consists of a CPS635 collimated laser diode with 635nm wavelength, a Shack-Hartmann wavefront sensor (WFS20-5C), and a MEMS multi-deformable mirror (Multi-DM) with a driver from Boston Micromachines (BMC). The FSM incorporated into the system was an Optics in Motion OIM102 with 2 inch mirror. While much larger than necessary, it was available, inherited from a previous project. The WFS has CCD with 1440 x 1080 pixels resolution and includes a microlens arrays which can yield wavefront slope information with a resolution of 47 x 35 spots. The DM has 140 actuators with 4.4 x 4.4mm active area for surface shaping. The actuators are arranged in a 12 x 12 grid with 400um pitch.
Since the collimated beam at the laser has a diameter of around 3mm, it is slightly expanded to provide better filling of the active area of the DM with an afocal relay implemented by lenses of 75mm and 100mm focal length. Other parts consist of four 75mm lenses and a pellicle beamsplitter (BP 108). The entire arrangement is shown in the photograph of Figure 4 . To build the AO kit system, we developed the main software using SDKs interfaces for the WFS and DM provide by Thorlabs and BMC. We have simply added a while loop into the basic SDK making it possible to measure the wavefront data and compensate for the distortion in real time, as well as including MATLAB Engine functions for sharing data at the end of the SDK. We have also written libraries for calibration and wavefront reconstruction by MATLAB. The present design of the system is that the C portions of the program are in charge of operation the devices and the MATLAB portion does all the signal processing. As we discuss below, this arrangement, while fully functional, is not optimal from a timing perspective and will be modified so that all the closed loop functionality is in C while the data visualization is handled in MATLAB.This approach will minimize the amount of data transfer between the two environments which is expected to result in a significant speed increase.
As shown in Figure 5 , we have built a GUI using MATLAB to visualize the wavefront in real time. Through the method, we are also easily able to control the FSM, DM, and WFS by the GUI. Not only wavefront data but also the configuration parameters of the instruments are allocated into MATLAB as both the variables and GUI connect to the parameters to precisely operate the AO system. We have built four GUIs to respectively control the devices. On the WFS menu window, we are able to see the spot field image in order to verify that the incident beam properly enters the sensor during alignment of the system. We can change WFS parameters such as exposure time, a number of frames to average, and camera resolution. In DM menu windows, we can change the shape of the mirror manually by altering individual values and Zernike coefficients. This window is designed to both calibrate the DM and operate in compensation mode. In the FSM menu window, we can check the magnitude of FSM tilt and set the mirror to auto-correction mode.
Calibration and compensation
We have applied poke and Zernike calibration modes to the system in order to build the reconstruction matrices. In poke calibration mode each of the 140 actuators is pushed by 1m sequentially. In tests carried out so far, the Zernike calibration mode has used 120 Zernike modes. Once the system is calibrated, it is possible to reconstruct the distorted wavefront in real time. Figure 6 . Wavefront RMS change using poke correction mode.
Initial tests were carried out with control applied only to the DM with the phase plate which has a coherent length 0 0.41 mm. The FSM was not moved. Figure 6 and Figure 7 display the resultant RMS value of the wavefront as time passes with and without the phase plate. Figure 6 is the result of implementing poke mode calibration and the Figure 7 gives the result when Zernike calibration was used. We have measured these data by moving the phase plate to randomly distort the wavefront. The black solid line shows the RMS wavefront error without the phase plate in the beam, and the black dotted line shows the mean value. This offers a baseline estimate of the system wavefront error for comparison to the results with dynamic aberration from the phase plate. The red solid line shows the distorted wavefront RMS change with the phase plate, with no correction applied, and the red dotted line is the mean value of the red solid line. The blue solid line shows the result when compensation for the distorted wavefront was applied by the DM, and the blue dotted line represents the mean value of the blue solid line.
It can be seen in Figure 6 and Figure 7 that the compensation is successful. The phase plate is expected to introduce aberration consistent with D/r 0 = 9.8 at 500 nm wavelength. Since the mean square aberration is given by 1.03 (D/r 0 ) 5/3 , this corresponds to 0.54 m RMS optical path error. The red lines in Figure 6 and Figure 7 show the random wavefront error introduced into the beam at levels consistent with this expectation. In addition, the level of correction represented by the blue solid lines is close to the unaberrated case represented by the black solid lines. Table 1 shows the quantitative results. Using both calibration cases, the results show that the DM achieves a high level of compensation of the aberrated wavefront. These results demonstrate that the AO system is working and that the wavefront could be controlled to the similar level as the original wavefront as we expected. Figure 7 Wavefront RMS change using Zernike correction mode. We repeated the experiment using both the DM and FSM. We calibrated the system using the poke mode and tilt removal algorithm. Figure 8 shows the correction performance using both devices. The black solid line is the original wavefront without the phase plate, the red line is the wavefront distorted by the phase plate, and the blue solid line shows the compensated result from the AO system. As illustrated, the system including the FSM compensates the aberration to a level of comparable to the wavefront without the phase plate. As seen in figure 3 , the system includes processes such as data acquisition, sending data to MATLAB, signal processing, data transfer, and operation of the DM. Table 2 shows how much time is required for each process. Time is measured by using the clock function in Visual Studio. A thousand data points were averaged in order to calculate overall process time, found to be 87.53 ms. Sending data to MATLAB is more time-intensive compared to any other process, especially in sending the spot field image due to the fact that it has 1440 x 1080 pixels which is the largest amount of data that we send. Additionally, receiving data from MATLAB takes significant time. These results illustrate that the data transfer takes a large percentage of time in the complete process.
The present slow loop execution time is entirely adequate when the system is used in the classroom, and may even be seen as a benefit in that it allows AO system dynamics to be demonstrated on time scales that can be appreciated by students. However, the speed needs to be improved to a total process time of 2-3 ms in order to use the system in a telescope. For that reason, the software architecture is being modified to include all the real-time processing in the C++ component, which minimizes the data transfers required, and also offers a greater degree of determinism by avoiding MATLAB's background housekeeping tasks. 
CONCLUSIONS
We have developed new software tools to operate our modified version of Thorlabs' AO kit using both C and MATLAB code. The program is intended to support both students and researchers. The code is designed to be flexible in the wavefront reconstruction and control algorithms that are applied. The software is now ready to be tested in the classroom environment, and following that shake-out and any necessary improvements, will be released as open-source code.
The next steps of the software development process include the integration of the system into a real telescope. The C code generator will be used to convert MATLAB functions into C-based code to further decrease the development and process loop time in Visual Studio.
