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Abstrakt 
Hlavním úkolem této práce je návrh a realizace nástroje   pro   evidenci   hospodaření   domácnosti.  
Nástroj   je   zpracován   ve   formě   aplikace   pro   zařízení   iPhone s operačním   systémem   iOS verze 7.0 
a vyšší. Aplikace  umožňuje  zaznamenávat  stavy  měřičů  energií,  evidovat  teplotu  a  výdaje  uživatelovy  
domácnosti. Vkládání   záznamů   provádí   uživatel   pomocí   UI   běžného   u tohoto typu aplikací. 
Výstupem  aplikace  je  přehled  spotřeby  energií,  průměrné   teploty  a  výdajů  za  určité  časové  období. 
Ten   může   být   v podobě   gesty   řízeného   grafu   zobrazovaného   v aplikaci   nebo   výroční   zprávy 
ve formátu PDF, se kterou lze dále pracovat (odeslání pomocí e-mailu, export do Dropboxu atd.). 
Důležitou   součástí   aplikace   je  dlouhodobé  uchovávání veškerých  uživatelem  vložených  dat a jejich 
záloha  či  přenos  na  další  zařízení  pomocí  služeb  iCloud  a  Dropbox. 
 
Abstract 
The main goal of this work is design and implementation of reporting tool for household 
management. The tool is developed as an application for iPhone running on iOS version 7.0 or higher. 
The application allows record the status of energy meters, the temperature and expenditures of user's 
home. User inserts records using the UI, which is usually used for this kind of application. The output 
of the application is an overview of energy consumption, average temperature and expenses 
for a specific period of time. The output can be in the form of gestures driven graph displayed 
in the application or annual reports in PDF, which you can send by e-mail, export to Dropbox, etc. 
An important part of the application is the long term storage of all user-entered data and their backup 
or transfer to other devices via iCloud and Dropbox service. 
 
Klíčová  slova 




Economy, household management, iOS, iPhone, measurement, energy, finance, expenses, annual 
report, iCloud, Dropbox 
 
Citace 
Marek Jakub: Nástroj  pro  evidenci  hospodaření  domácnosti v iOS,  bakalářská  práce, Brno, FIT VUT 
v Brně, 2014 
  




Prohlašuji,  že  jsem  tuto  bakalářskou práci vypracoval  samostatně  pod  vedením  pana  doktora  Martina  












Tímto   bych   chtěl   poděkovat   svému   vedoucímu,   panu   doktoru   Martinu   Hrubému,   za   poskytnuté 





















© Jakub Marek, 2014 
Tato   práce   vznikla   jako   školní   dílo   na Vysokém   učení   technickém   v Brně,   Fakultě   informačních  
technologií.   Práce   je   chráněna   autorským   zákonem   a   její   užití   bez   udělení   oprávnění   autorem   je  
nezákonné, s vyjímkou  zákonem  definovaných  případů. 
  1 
Obsah 
1 Úvod .............................................................................................................................................. 2 
2 Programování aplikací pro iOS ........................................................................................... 3 
2.1 Framework Core Data ................................................................................................................... 3 
2.2 Komponenta Table view .............................................................................................................. 5 
2.3 Notifikace,	  využívání	  systémových	  aplikací	  Kalendář	  a	  Připomínky .......................... 8 
3 Koncept a návrh aplikace ...................................................................................................... 9 
3.1 Datový model aplikace ................................................................................................................. 9 
3.2 Uživatelské	  rozhraní	  aplikace ................................................................................................. 11 
3.3 Způsob	  používání	  aplikace ........................................................................................................ 16 
4 Implementace .......................................................................................................................... 20 
4.1 Rozpoznávání gest ........................................................................................................................ 20 
4.2 Activity view controller .............................................................................................................. 20 
4.3 Notifikace,	  události	  Kalendáře	  a	  Připomínek .................................................................... 21 
4.4 Výpočet	  průměrné	  spotřeby	  energií ..................................................................................... 24 
4.5 Použité	  externí	  frameworky	  a	  knihovny ............................................................................. 26 
5 Ověření	  funkčnosti	  vlastní	  aplikace ................................................................................ 29 
5.1 Testovací data ................................................................................................................................ 29 
5.2 Princip	  prováděných	  testů	  databáze ..................................................................................... 29 
5.3 Ukázka	  a	  vysvětlení	  výstupu	  funkce	  Výroční	  zpráva ...................................................... 31 
6 Závěr ........................................................................................................................................... 33 
Literatura ......................................................................................................................................... 34 
Seznam	  příloh ................................................................................................................................ 36 
Příloha	  A ........................................................................................................................................... 37 
Obsah CD ..................................................................................................................................................... 37 
Příloha	  B ........................................................................................................................................... 38 
Manuál ......................................................................................................................................................... 38 
Příloha	  C ........................................................................................................................................... 39 
Znění	  licenčních	  smluv	  externích	  frameworků	  a	  knihoven	  použitých	  v	  aplikaci ............ 39 
 
  2 
1 Úvod 
Mobilní  zařízení  prošla  v několika  posledních  letech  velkým  vývojem.  V dnešní  době  jsou  k dispozici 
telefony a tablety vybavené dotykovými displeji s vysokým   rozlišením nabízející dostačující   výkon 
i pro   náročnější   aplikace.   Lidé   tyto   přístroje   začali   chápat jako osobní   počítače.  Díky   přívětivému  
uživatelskému  rozhraní,   jednoduchosti  použití   a   tomu,  že  máte   svůj   telefon  či   tablet   téměr  neustále  
při sobě,  jsou tato  zařízení  uživateli  využívána k  činnostem,  které dříve  zpracovávali  pouze  na  svých 
desktopových   počítačích   či   noteboocích. Za   zmínku   stojí   například   plánování   času v kalendáři, 
jednoduchá  kancelářská  práce jako posílání e-mailů  nebo  prohlížení  dokumentů,  prohlížení webových 
stránek a stále  častěji   také k uchovávání dat dlouhodobějšího  rázu  v aplikacích   třetích  stran a jejich 
následném zpracování. Právě   toho,   že   si   již   uživatelé   zvykli   brát   svůj   dotykový   telefon   (případně  
tablet) jako osobní záznamník,  využívá  aplikace,  jenž byla  vytvořena v rámci mé bakalářské  práce. 
 Aplikace  pomáhá  uživateli  udržovat  přehled  o  chodu  domácnosti.  Její  funkce  jsou  rozděleny  
do  několika  sekcí  - měřiče,  finance,  diář  a  další  funkce.  Sekce  měřiče  slouží  k evidenci teploty nebo 
spotřeby   energií   na   uživatelem   vložených   zařízeních. Finance jsou reprezentovány obálkami, které 
obsahují  výčet  příjmů  a  výdajů.  Diář  slouží  k zaznamenávání  úkolů  a  povinností  spojených  s chodem 
domácnosti. Mezi  další  funkce  patří  Výroční  zpráva,  pomocí  které  dostane  uživatel  přehled  spotřeby  
či  teploty  na  konkrétním  zařízení  za  jím  určené  časové  období  nebo  také  export  databáze  do  služby  
Dropbox. 
 Při  návrhu  aplikace byl  kladen  důraz na  jednoduchost  použití. Cílem  je  motivovat  uživatele  
k zadávání informací a jejich následné prezentaci pro   vlastní   potřebu.   Vkládání   údajů   je   proto  
maximálně   rychlé,   snadné   a   přehledné. Uživatelské   rozhraní   je   ve stylu typickém pro systém iOS, 
díky   čemuž   neodpoutává   pozornost   od   hlavního   účelu   aplikace. Design   je   ale   zároveň   vytvořen  
ve stylu   odpovídajícím  moderním   trendům   využívaných   při   vývojí   aplikací   pro   mobilní   platformu  
firmy Apple. Samozřejmostí  je  podpora  přetočení  zařízení  do  vertikální  polohy,  tzv. landscape mód, 
umožňující pohodlné ovládání aplikace a vkládání dat pomocí zapojení obou rukou a psaní na větší  
klávesnici. 
 Kapitola 2 se věnuje popisu principu programování aplikací pro iOS. Nachází se zde 
teoretický popis  použitých  technologií  a  prvků  uživatelského  rozhraní.  Účelem  je poukázat na různé  
zajímavosti jako například   řešení   uchovávání   dat, propojení se systémovými aplikacemi Kalendář  
a Připomínky,  vytváření  notifikací  sloužících  k upozornění  na  následující událost atd. Kapitola 3 pak 
pojednává o konceptu této aplikace. Nachází se zde ukázka a rozbor datového modelu, screenshoty 
uživatelského   rozhraní  důležitých   funkcí  aplikace  a  detailní  popis   některých   funkcí a jejich použití. 
Kapitola 4 popisuje řešení zajímavých   elementů aplikace. Nachází se zde principy implementace 
různých   prvků   UI,   operací s databází, vytváření   notifikací   a událostí v systémových aplikacích, 
způsob prezentace  uložených  dat  a  také  popis  použitých  veřejně  dostupných  knihoven. Kapitola 5 se 
zaměřuje   na   ověření   funkčnosti   vytvořené   aplikace.   Za   tímto   účelem   byla vytvořena data provozu 
fiktivní domácnosti za 2 roky, která slouží   k vyzkoušení   jednotlivých funkcí. Dále zde naleznete 
popis   testů   sloužících   k   ověření, zda se databázové   operace   chovají   dle   očekávání.  V této kapitole 
budou také  prezentovány  některé  výstupy aplikace v podobě  výročních   zpráv  obsahujích  přehledně  
ztvárněné   sloupcové   grafy   a   textové   výpisy zobrazených informací. Kapitola 6 podává shrnutí 
provedené práce, pohled na zpracování  této  problematiky  a  jeho  přínos. 
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2 Programování aplikací pro iOS 
Pro vývoj aplikací na platformu iOS v její  nejnovější  verzi  7  je  zapotřebí  několika  základních  věcí  - 
mít k dispozici  počítač  s operačním  systémem  OS  X Mavericks a na  něm pak nainstalováno vývojové 
prostředí  Xcode 5. Tento  software  posléze  umožňuje  pohodlný  vývoj  díky   integrovaným  nástrojům 
a technologiím navrženým s ohledem  na  funkčnost  a  jednoduchost  použití. 
 Tato kapitola slouží   k teoretickému   objasnění   některých   prvků   použitých   při   vytváření  
aplikace.  Zaměřuje se zejména  na   ty   technologie,   jenž jsou   typické  pro  operační systém iOS a typ 
aplikací, mezi které spadá i nástroj  pro  evidenci  hospodaření  domácnosti.  Každá  taková  technologie 
je popsána v rámci   vlastní   podkapitoly.   Od   čtenáře   se   očekává   alespoň   základní   znalost   principů  
tvorby  aplikací  založených  na  datových  modelech a  znalost  prostředí  iOS. 
2.1 Framework Core Data 
Pro správu datového modelu aplikace  je  použit  framework Core  Data.  Jedná  se  přímo  o  řešení  firmy  
Apple. Core Data poskytují automatizovanou správu úkonů   spojených   s perzistencí a uchováním 
objektů,  včetně  vazeb  mezi  jednotlivými  objekty.   
 Tento  framework  se  stará  o  sledování  změn  objektů,  udržování  vztahů  mezi objekty, ukládání 
objektů  do  úložiště  a načítání  požadovaných  objektů  do  paměti,  kontrolu  rozsahů  hodnot  jednotlivých  
atributů  objektu  atd. Jednodušeji  řečeno,  pomáhá  vytvořit  datový  model  reprezentující  námi  řešenou  
problematiku, uchovává data aplikace, určuje,  která data  budou  načtena  do  paměti  a následně  s nimi 
pracuje. Při  tvorbě  této  podkapitoly  bylo  čerpáno  z [1], [2], [3] a z vlastních  zkušeností. 
2.1.1 Výhody Core Data 
Důvodem  pro  použití  Core  Data  je  skutečnost,  že  dle  firmy Apple  se  díky  tomuto  řešení  sníží  objem  
kódu k zabezpečení  operací  s objekty  a  jejich  uchovávání  až  o  70%.  Navíc  s tím spojená  je  i  časová  
úspora,  kdy  programátor  nemusí  implementovat  funkce  zajišťované  tímto  frameworkem,    a  navíc,  což  
často  bývá  ještě  časově náročnější,  nemusí  je  testovat  a  optimalizovat.  Toto  řešení  je  denně  využíváno  
miliony   zákazníků   v   aplikacích   různého zaměření.   Na   základě   jejich zkušeností   jsou   Core   Data  
neustále   optimalizovány   a   změny   zakomponovávány   do nových   verzí.   Je   taky   zajištěna  maximální  
bezpečnost  a  skvělá  škálovatelnost  paměti.  Další  výhodou  je  snadné  vytvoření  grafického  schématu  
objektů  a  vazeb  mezi  nimi  a  na  jeho  základě  automatizované  vygenerování  potřebných  tříd. 
2.1.2 Princip Core Data 
Ve   většině   aplikací   nevyužívajících   Core   Data je   při   práci   s perzistentními daty   potřeba   alokovat 
paměť  pro  soubor  obsahující  archiv  objektů  a  dále   je   také  nezbytná   reference  alespoň  na  kořenový  
objekt.   Pokud   chceme   umožňovat   změny   či   rušení   objektů,   je   zapotřebí   ukládat   všechny   objekty  
do souboru. Programátor pak musí vytvořit  kód  zajišťující tyto  činnosti. 
 Použitím  Core  Data  je  většina  nezbytných  operací  zajišťována  automaticky  pomocí  několika  
jeho   složek,   které   jsou   spolu   funkčně   svázány a   bývají   označovány   jako Core Data stack (CDS). 
CDS má   dvě   hlavní   části   - část   starající   se   o   objektový   model,   jenž se nazývá Managed object 
context (2.1.3) a   část Persistent store (2.1.4), která má za úkol uchovávání   objektů v   úložišti, 
tzn. jejich ukládání a zpětné  načtení  jejich  stavu. Tyto  části  propojuje  Persistent Store Coordinator. 
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Pokud   potřebuje   jedna   část   nějaké   informace   od   části   druhé,   řeší   to   právě   tento objekt (např.  
dotazování na databázi pomocí Fetch request (2.1.5). Princip  Core  data  znázorněn  na  obrázku  2.1. 
 
 
Obrázek 2.1: Princip práce Core Data [4]. 
2.1.3 Managed object context 
Managed object context (MOC) je objektový prostor spravující kolekci Managed objects (jedná se 
o kopie objektů  daných entit z Persistent store, se kterými  se  právě  pracuje). Dalo  by  se  říct,  že  jde  
o centrální objekt v Core Data stack,   jenž slouží   k vytváření   nových   objektů   nebo   jejich   načítání  
z Persistent store, k řízení  odstraňování  objektů  a  jejich  změn. Core Data framework podporuje více 
MOC,  tato  možnost  ale  pro  většinu  aplikací  nemá  význam. Důležitou  věcí  je,  že objekty jsou se svým 
MOC   pevně   svázány. Vazba je oboustranná,   tudíž   MOC   má   přehled   o objektech, které spravuje 
a objekty  ví,  kterému  MOC  náleží. Na konci práce s objektem je v případě  operace  uložení  kontextu  
objekt z MOC nakopírován do Persistent store, kde nahradí svůj   výchozí   objekt, v případě  mazání  
objektu je pak výchozí objekt z tohoto  úložiště  odstraněn. Příklad  objektů  v MOC ukázán na obrázku 
2.2. 
 
Obrázek 2.2: Schéma Managed object context [5]. 
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2.1.4 Persistent store 
Persistent   store,   jak   již   název   napovídá,   je   místo   trvalého   uložení   objektů. Dá   se   představit   jako  
databázový soubor, kde  je  každý  záznam  ve  stavu,  v jakém  byl  naposledy  uložet  pomocí  MOC. Core 
Data  nabízí  několik  možností  uložení  dat.  Jedná  se  o  Persistent store binární, XML nebo SQLite3. 
2.1.5 Dotazování na databázi pomocí Fetch request 
Žádost o objekt z Persistent store se nazývá Fetch request (FR). FR obsahuje   název   entity,   jejíž  
objekty   se   mají   načíst   do  MOC. Volitelně   může   také   obsahovat   další   upřesňující podmínky, jako 
například  žádost  o  seřazení  objektů  na  základě  zadaného  aspektu,  načtení  objektů  obsahujících  nebo  
neobsahujících  určitou   informaci  atd. Příklad  Fetch   request   s upřesňujícími  podmínkami se nachází 
na obrázku 2.3. 
 
Obrázek 2.3: Fetch request  obsahující  upřesňující  podmínky [6]. 
2.2 Komponenta Table view 
Jedním z nejdůležitějších   prvků   uživatelského   rozhraní aplikací   založených   na Cocoa Touch jsou 
nepochybně  Table views, česky  asi  nejvíce   odpovídá  označení   seznamy. Table view je univerzální 
prvek UI prezentující data  jako  rolovací  seznam  obsahující  libovolný  počet  řádků,  které navíc mohou 
být rozděleny  do  sekcí. Toho se dá využít  například  při  zobrazení  detailních  informací  nebo  nastavení  
v odlišných   skupinách,   prezentování   indexovaného   seznamu   položek, procházení hiearchicky 
strukturovaných dat atd. Příklad  některých  možností  se  nachází  na  obrázku  2.4. Rolování pohledu je 
možné   pouze   ve   vertikální   poloze.   Každá   sekce   může   mít   záhlaví   i   zápatí obsahující text nebo 
obrázek.  
 Table  view  je  možno  zobrazit  ve  dvou  stylech  - plain a grouped.  První  možnost  vypadá  jako  
jednolitý  seznam,  druhá  pak  nabízí  viditelně  oddělené  sekce. Table view má zdroj dat (data source, 
2.2.1) a může   mít   delegáta (delegate, 2.2.1). Obsah se vykresluje do   jednotlivých   řádků   pomocí 
buněk   (Table view cell, 2.2.2), které lze dále označovat,   což   může   mít   za   následek   další   akce  
(označení   řádku,   přechod   na   další   table   view   atd.). Table view také   umožňuje   přidávat,   mazat  
a přesouvat  buňky  za  běhu  aplikace. Při  tvorbě  této  podkapitoly  bylo  čerpáno  z [7], [8] a [9]. 
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Obrázek 2.4: Informace v odlišných  skupinách  a  indexovaný  seznam  ve  stylu  plain  se  záhlavím,  
hiearchicky strukturovaná data ve stylu grouped se záhlavím [10]. 
2.2.1 Reference Delegate a Data source 
Delegate je jednoduchá reference,   díky   níž  může   jeden   objekt   jednat   za   druhý nebo v jeho jménu. 
Hlavní  myšlenkou  je  možnost  řízení  chování  několika  objektů  z jednoho místa (objektu). Delegovaný 
objekt   si   udržuje   referenci   na svého delegáta, díky   čemuž   mu   může   kdykoliv   poslat   zprávu (viz 
obrázek 2.5). Ta informuje  delegáta  o  příchozí  události,   kterou   je  potřeba   zpracovat. Delegát  může  
na zprávu  odpovědět  aktualizováním  vzhledu  či  stavu  sebe  sama  nebo  jiných  objektů  v aplikaci. 
 Princip Data source je velmi podobný principu Delegate. V případě   Table view 
je delegovaným  objektem   právě   tento   seznam.  Ten má odkaz na Data   source   a   příležitostně   se   ho  
dotazuje  na  data,  jenž má zobrazit. Data source je zodpovědný  za  správu  paměti  objektů  posílaných  
delegovanému Table view.  
 U Table view tedy Delegate ovlivňuje   vzhled   a   chování,   Data source poskytuje data 
k naplnění  řádků  jednotlivých  sekcí. 
Obrázek 2.5: Příklad  použití Delegate [11].  
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2.2.2 Komponenta Table view cell 
Buňky  (cells)  jsou  komponenty,  jenž mohou zobrazovat data (text, obrázky) pomocí  dvou  způsobů  - 
jako Static cells,  kdy  je  pevně  stanoven  počet  sekcí  a  řádků  včetně  jejich  rozložení  a  vzhledu,  nebo  
Dynamic prototypes,  kdy   je   stanoven  vzhled  pouze   jedné  buňky,  která   je  brána   jako  vzor  a  počet  
buněk   včetně   jejich   obsahu   určuje   Data source   za   běhu. Ukázka   různých   možností   vzhledu  
dynamické  buňky  se  nachází  na  obrázku  2.6. 
 Buňky   také  mohou   sloužit   jako  přístupový  bod  na  další   pohled. Jeho vzhled pak  může  být  
ovlivněn  buňkou,  jenž byla  označena. 
 Další  možností  je  vytváření,  mazání  a přesunování  buněk  za  běhu  aplikace (viz obrázek 2.7). 
Tyto operace obvykle bývají provázány s Managed object context, který se stará  o  přidání  či odebrání 
objektu reprezentovaného  buňkou.  Po   jejich   zkončení   je   třeba   znovu  načíst  Table view - proběhne  
zjištění  výsledného  vzhledu  pomocí  Delegate  a  Data source. 
Obrázek 2.6: Styly popisků v Table view cell [12]. 
 
 
Obrázek  2.7:  Vymazání  řádku a sekce,  přidání  řádku [13].  
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2.3 Notifikace,  využívání  systémových  aplikací  
Kalendář  a  Připomínky 
Notifikace systému   iOS   uživateli či   integrace systémových aplikací Kalendář   a   Připomínky   se 
používají  v aplikacích pracujících s událostmi,  u  kterých  záleží  na  času.  Typickým  příkladem  můžou  
být   diáře,   plánovače   úkolů   či   nákupní   seznamy.   Cílem   je   jednak   informování   uživatele   o   události  
a také   využívání   pouze   jednoho   kalendáře   či   připomínek   v rámci   celého   systému,   což   napomáhá  
zejména  udržení  přehlednosti. 
2.3.1 Systémové notifikace 
Systém iOS nabízí dva typy notifikací - local a push. Notifikace mohou zobrazit zprávu na displeji, 
vyznačit   počet   událostí   pomocí   čísla   na   ikoně   aplikace   a   přehrát   zvuk   v okamžiku   zachycení  
notifikace. V případě  zprávy  má  uživatel  obvykle  možnost  rychlého  přístupu  do  aplikace,  na  kterou  
notifikace   odkazuje,   nebo   ji   může   ignorovat. Ukázku zobrazení notifikace pomocí   čísla   na   ikoně  
a zprávy můžeme  vidět  na  obrázku  2.8. 
 Push   notifikace   se   nejčastěji   používají   pouze   v aplikacích   založených   na   klient/server  
modelu,   kdy   server   slouží   k zasílání   informací   klientům   nainstalovaných na mobilních   zařízeních  
či počítačích. Push notifikace  pak  informují  o  změnách  na  serveru. 
 Lokální  notifikace  se  používají  právě  v aplikacích sloužících  k plánování času a jsou jednou 
z možností,   jak   informovat   uživatele   o  naplánované události přestože tato aplikace běží   na   pozadí, 
nebo  je  úplně  ukončená. Lokální notifikace  tedy  informují  o  dění  v samotné aplikaci. [14] 
 
 
Obrázek  2.8:  Ukázky  možností  zobrazení  notifikací [15]. 
2.3.2 Systémové aplikace - Kalendář  a  Připomínky 
Propojení vlastní aplikace s Kalendářem  a  Připomínkami   je   řešeno  pomocí   frameworku  Event Kit. 
Ten   umožňuje   aplikaci číst   existující   data   z Kalendáře   a Připomínek,   mazat   a   upravovat je nebo 
vytvářet data nová. Schéma  propojení  je  znázorněno  na  obrázku  2.9.  
 
 
Obrázek  2.9:  Schéma  napojení  uživatelské  aplikace  na  Kalendář  a  Připomínky [16]. 
  9 
3 Koncept a návrh aplikace 
Snahou   bylo   vytvořit   aplikaci   s   co   nejjednodušším   způsobem   vkládání   uživatelských   dat.   Tímto 
hlediskem   se   musel   zabývat   již   samotný   koncept.   V této kapitole proto najdeme rozbor datového 
modelu, uživatelského  rozhraní  včetně  jeho  ukázky a  popis  některých  funkcí aplikace. 
3.1 Datový model aplikace 
K vytvoření   datového   modelu   byl   využit   nástroj   obsažený v SDK Xcode.   Aplikace   má   tři   hlavní 
sekce, kdy datová   část  každé   z nich je obsáhnuta do dvou entit. Datový model   je   tedy   tvořen   šesti 
entitami (viz obrázek 3.1). V podkapitolách  je  dále  popsán  datový  model  každé  sekce. 
 
Obrázek  3.1:  Datový  model  nástroje  pro  evidenci  hospodaření  v domácnosti. 
3.1.1 Datový model - Měřiče 
Měřiče  spotřeby  energií  či  teploměry  jsou  vytvářeny  uživatelem. Ten  má  možnost  provádět  libovolný  
počet  měření.  Samozřejmě  čím  více  měření  provede,  tím  bude  výsledný  výpočet  spotřeby  či  průměrné 
teploty za jím specifikované období více  přiblížen  realitě. Uživatel  má  též  možnost  naplánovat  další  
měření,   na   které   je   také v případě   žádosti   upozorněn   notifikací   či   událostí   v Kalendáři   nebo  
Připomínkách. 
 Datový model této sekce obsahuje entitu Meter,   jenž slouží   k uchování informaci 
o samotném  zařízení  sloužícím  k měření. Dále  je  vysvětlen  význam  jednotlivých  atributů: 
x mtrType (NSNumber) - typ  zařízení,  rozlišujeme  měřič  energií  a  teploměr. 
x mtrName (NSString) - název  zařízení,  je  možno  zvolit  libovolně. 
x mtrNextMeasurement (NSDate) - datum  příštího  odečtu,  volí  uživatel. 
x mtrCreationDate (NSDate) - datum  vytvoření,  pouze  u  měřičů  energie. 
x mtrStartingValue (NSNumber) - počáteční  hodnota,  pouze  u  měřičů  energie. 
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x mtrMeterNumber (NSString) - sériové  číslo,  pouze  u měřičů  energie. 
x mtrNotification, mtrCalendarIdentifier, mtrReminderIdentifier (vše  NSString) - 
id notifikací, událostí Kalendáře  a  Upomínek,  slouží  k jejich případnému  rušení. 
 Atributy emCreationDate, emStartingValue a emMeterNumber   jsou   využívány   pouze  
u měřičů   energií.   První   2   jmenované   atributy   jsou   potřebné   k výpočtům   průměrné   spotřeby,   jenž  
u teploměrů nemá smysl. Dále   se   nepředpokládá   potřeba   zaznamenávat   sériové   číslo   teploměru. 
Atributy  emNotification,  emCalendarIdentifier  a  emReminderIdentifier  jsou  využívány  pouze  tehdy,  
má-li  uživatel  nastaveno  využívání  notifikací,  Kalendáře  či  Připomínek. 
 Druhou entitou je Measurement.  Ta  slouží  k zaznamenávání  jednotlivých  měření. Následuje 
výčet  a  popis  atributů: 
x mMeasurementDate (NSDate) - datum  měření. 
x mMeterMeasure (NSNumber) - stav  měřiče,  u  měřičů  energií  nemůže  být  menší  než  
předchozí  hodnota. 
  
 Vazba mezi entitami Meter a Measurement je 1:N,   kdy   jeden   měřič   může   obsahovat  
libovolný  počet  záznamů  o  provedených  měřeních. 
3.1.2 Datový model - Finance 
Tato   sekce  není  primárně  určena  k zaznamenávání  veškerých  příjmů  a  výdajů  domácnosti,   spíše   je  
zaměřená  na domací rezervy a výdaje spojené s energiemi či  některé  větší   investice.  Pro   tento  účel  
jsou  tedy  úložiště  peněz  chápány  jako  obálky,  což  má  za  účel  reflektovat běžné  zvyklosti  uživatelů.  
 Entita reprezentující peněžní  obálku nese název MoneyEnvelope. Seznam a popis  atributů: 
x eName (NSString) - název obálky, libovolný. 
x eBalance (NSNumber) - aktuální  stav  obálky,  odpovídá  součtu  příjmů  a  výdajů. 
x eStartingValue (NSNumber) - počáteční  hodnota,  zadává  se  při  vytváření  obálky. 
x eDate (NSDate) - datum  vytvoření  obálky, má informativní charakter. 
Jednotlivé  peněžní  transakce  jsou  vyjádřeny  entitou  Money. Obsahuje tyto atributy: 
x tAmount (NSNumber) - částka.  Pokud je zvolen výdaj, ukládá se záporná hodnota. 
x tDate (NSDate) - datum provedené transakce. 
x tTransactionDescription (NSString) - slovní popis transakce. 
x tTransactionRepeat (NSNumber) - aplikace podporuje opakované transakce. Pokud je 
tedy  požadována  transakce  opakovaně,  tak  tento  atribut  obsahuje  true. 
x tPeriod (NSString) - pokud se jedná o opakovanou transakci, obsahuje název periody, 
po níž se má transakce zopakovat. 
Vazba mezi entitami MoneyEnvelope a Money je 1:N.  To  znamená,  že  jedna  obálka  může  být  
spojena s libovolným  počtem  peněžních  transakcí. 
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3.1.3 Datový model - Diář 
Pro plánování   úkolů   spojených   s chodem   domácnosti   slouží   diář.   Místo   něho   by   jistě   šlo   použít  
například  systémovou aplikaci Připomínky,  zde  je  však  snaha  soustředit  všechny  nástroje  ke  správě  
domácnosti   do   jednoho   místa.   Uživatel   má   tedy   možnost   vytvořit   si   různé   kategorie   činností,  
do kterých následně   přiřazuje   úkoly,   jenž je   potřeba   vykonat. Ty se mohou   vytvářet   současně  
i v Kalendáři  a  Připomínkách,  upozorňovat  na  ně  mohou  notifikace. Vše  záleží  na  nastavení  aplikace. 
 Kategorie jsou uchovávány v entitě   nesoucí název ToDoCategory. Tato   entita   je   tvořena  
jediným atributem: 
 
x cName (NSString) - název  kategorie,  je  možno  zvolit  libovolně. 
Úkoly mají svou entitu s názvem ToDoEvent. Tu tvoří  následující  atributy: 
x tdName (NSString) - název  úkolu  sloužící  zároveň  jako popis. 
x tdDeadline (NSDate) - datum  a  čas,  do  kdy  je  úkol  potřeba  provést. 
x tdNotification, tdCalendarIdentifier, tdReminderIdentifier (vše NSString) - 
id notifikací,  událostí  Kalendáře  a  Upomínek,  slouží  k jejich  případnému  rušení. 
Využití   atributů   tdNotification, tdCalendarIdentifier, tdReminderIdentifier se   řídí   stejnými  
pravidly  jako  u  měřičů. 
 
3.2 Uživatelské rozhraní aplikace 
Jak   již  bylo  zmíněno  v úvodní  kapitole,  design  uživatelského   rozhraní  aplikace  zpracované  v rámci 
této práce zapadá do stylu aplikací  založených  na  Table views s hierarchickým uspořádáním  dat.  Celá 
aplikace   vzhledově   odpovídá   stylu   systému   iOS   7,   jenž vsází   na   plochý   design   oproštěný  
od skeuomorfismu. K navigaci mezi pohledy a k ovládání   některých   funkcí   jsou   využívána   gesta.  
Kromě  běžně  používaných  prvků (Table view, gesta, vlastní sekce v nastavení telefonu, Activity view 
controller atd.) v ní  nalezneme  i  několik  těch  méně  využívaných (nestandartní ikony, Sidebar menu, 
úvodní obrazovka s rychlým  přehledem  jednotlivých  sekcí, Segmented control,  sloupcový  graf  řízený  
gesty),   avšak   vždy   za   účelem   zvýšení   přehlednosti   a   zjednodušení   práce   s aplikací. Další   ne   vždy  
samozřejmou  věcí   je podpora   landscape   režimu  ve   všech pohledech   včetně  Sidebar menu. Některé 
prvky UI jsou popsány v následujících podkapitolách. 
3.2.1 Použití  konceptu  Table view v aplikaci 
Myšlenka,  princip  a  způsob  použití  Table view byly popsány v kapitole 2.2. Zde se tedy  zaměříme  
na vlastní aplikaci. V té   byly   použity   Table views se statickými i dynamickými buňkami (příklad  
na obrázku 3.2). Statické   buňky   jsou   používány   na   pohledy,   u   kterých   víme   předem, jak budou 
vypadat. Jedná se   například   o   přidávání   nové   kategorie diáře, úkolu atd. Dynamické   buňky slouží  
k zobrazení  výčtů  prvků,   jejichž počet   je libovolný. V aplikaci se s tímto  druhem  buněk   setkáváme  
v případě  seznamu  kategorií  diáře,  úkolů  v jednotlivých kategoriích atd.  
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Obrázek  3.2:  Statické  a  dynamické  buňky  v aplikaci. 
3.2.2 Použití  gest  pro  ovládání  aplikace 
Rozpoznávání   gest   je   důležitou   součástí   systému   iOS.   Slouží   k zjednodušení   a   zrychlení   ovládání  
různých  částí  systému  či  aplikací. Jejich rozpoznávání má na starosti nástroj,  jehož  název  je  Gesture 
recognizer. V mé  aplikaci  je  použito  rozpoznávání  gest  swipe pro navigaci v aplikaci a gesta pinch 
a pan k ovládání  grafu,   jehož  ovládání   je  dále   rozebráno  v kapitole 3.3.4. Princip jednotlivých gest 
je zobrazen na obrázku 3.3. 
Obrázek 3.3: Princip gest swipe, pinch a pan [17]. 
 
3.2.3 Vlastní sekce v centrálním nastavení zařízení  s  iOS 
Aplikace využívá pro specifikování svého nastavení   vlastní   část   v centrálním   nastavení   zařízení 
(viz obrázek 3.4). Zde   se   nachází   možnosti   zapnout/vypnout notifikace   a   přidávání   událostí  
do Kalendáře  či Připomínek. 
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Obrázek 3.4: Vlastní sekce v centrálním  nastavení  zařízení  s  iOS. 
3.2.4 Ovládání  uživatelských  akcí  pomocí  Activity view 
controller 
Activity view controller slouží  jako  přístupový  bod  k systémovým  či volitelným  službám. Vyvolání 
proběhne   skrze   standartní   ikonu   Action na   místě,   kde   jsou   nějaké   služby   k dispozici. V aplikaci 
slouží   k exportu   výročních   zpráv,   grafů   a   výpisů.  V těchto  případech  nabízí  možnost   jejich   zaslání     
e-mailem,   export   do   Dropboxu,   zaslání   přes   Airdrop,   kopírování,   tisk   a   případně   uložení  
do systémové  galerie  obrázků. 
 
 
Obrázek  3.5:  Tlačítko  Action a Activity view controller v aplikaci. 
3.2.5 Ikony použité  v aplikaci a ikona aplikace 
Ikony  použité  v rámci UI pochází z komerčního  projektu   ikonic,   jehož   licence  dovoluje  další  volné  
použití  ikon  v aplikacích. Ikona aplikace je mou vlastní tvorbou a její vzhled má napovídat  zaměření  
aplikace. Stejný obrázek jako u ikony aplikace je  rovněž  použit  na  domovské  obrazovce.  
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Obrázek 3.6: Ikony  použité  v uživatelském  rozhraní  a  ikona  aplikace. 
3.2.6 Sidebar menu aplikace 
Sidebar menu je jedním z moderních   prvků,   které   se   začaly   objevovat v aplikacích   určených  
pro systém iOS 7 (Facebook,   Spotify,   ČSOB   banking   a   další). Napomáhá   přehlednosti a snadné 
navigaci v aplikaci. V mém  řešení  lze  menu  zobrazit  stiskem  tlačítka  v  levém horním rohu domovské 
obrazovky nebo úvodních obrazovek jednotlivých   sekcí.   Dalším   způsobem   je   gesto swipe, kdy 
uživatel   přejede   dvěma   prsty   z leva doprava. Tímto gestem je menu dostupné kdekoliv v aplikaci 
kromě  pohledů  grafů, kde  je  toto  gesto  rovněž  využito. Díky tomu  je  přechod  mezi  sekcemi  či  návrat 
na úvodní obrazovku aplikace opravdu jednoduchý a rychlý. Menu se vysunuje z levé strany 
obrazovky  a  „odsunuté“  pohledy  nejsou  aktivní.  Ukázka menu ve vlastní aplikaci na obrázku 3.7. 
Obrázek 3.7: Ukázka sidebar menu v režimu  portrait  a  landscape. 
3.2.7 Úvodní obrazovka aplikace 
Úvodní obrazovka obsahuje rychlý   přehled   jednotlivých   sekcí. Lze se na ni kdykoliv vrátit 
prostřednictvím  Sidebar menu. Její vzhled   tvoří   obrázek   vycházející z ikony aplikace a Table view 
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obsahující tři  sekce  odpovídající  sekcím aplikace. Každá  sekce  má  jeden  řádek,  na  kterém  je  zobrazen  
příští   odečet   v případě   měřičů,   stav obálky v případě   financí   a nejbližší   lhůta   v případě   diáře. 
Kliknutím  na   řádek   se   zobrazí   další  měřič,   obálka   či   úkol   logicky  následující   (dle   nejbližšího   data  
nebo jména). Ukázka úvodní obrazovky se nachází na obrázku 3.8. 
Obrázek 3.8: Úvodní obrazovka aplikace v portrait  a  landscape  režimu  s ukázkou  rychlého  přehledu. 
3.2.8 Využití  prvku Segmented control v aplikaci 
Segmented control je horizontální ovládací prvek obsahující   pojmenované  segmenty,  pomocí  nichž  
lze   přepínat   mezi skupinami v rámci jednoho Table view [18]. V rámci   aplikace   je   toho   využito  
například   pro   přepínání   mezi   měřiči   energií   a   teploměry nebo   pro   změnu   řazení   v seznamech 
provedených měření (viz obrázek 3.9).  
Obrázek 3.9: Ukázky Segmented control v aplikaci.  
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3.3 Způsob  používání aplikace 
Používání   aplikace   je vysvětleno na   příkladech   některých   činností prostřednictvím   jejich stručného  
popisu, ukázek postupu pomocí obrázků   a ve vybraných případech   také   pomocí kódu zajišťujícího  
patřičnou činnost   v aplikaci. Zaměřuji   se   zejména   na   nejběžnější   užití   aplikace, jako je vkládání, 
editace a mazání různých  informací  či  ovládání  sloupcového  grafu. 
3.3.1 Vkládání  záznamů 
Jako  příklad  vkládání  záznamů do  aplikace  poslouží  přidání  měřiče. Ověření  v reálných podmínkách 
se  věnuje  kapitola  5.2.1. 
a) Popis  postupu  přidání  nového  měřiče 
Uživatel  vyvolá  Sidebar menu. V něm  zvolí  možnost  Měřiče. V pravém horním rohu nalezne 
tlačítko  Add (+), kterým zobrazí formulář  nového  měřiče.  Pomocí  Segmented control vybere 
typ  měřiče  a  poté  vyplní  požadované  údaje.  V případě  zájmu  také  nastaví  datum  příštího  odečtu  
pomocí prvku Date picker,   jenž je   dostupný   skrze   kliknutí   na   řádek   sekce   Datum   příštího  
odečtu. Jakmile   je   vše   hotovo,   uložení   provede   stisknutím   řádku   s popiskem Uložit   měřič, 
který se nachází v poslední sekci obrazovky. 
b) Postup přidání  měřiče ukázaný  pomocí  série  obrázků 
Obrázek 3.10: Postup  přidání  měřiče. 
c) Prováděný  kód  v  aplikaci po  stisku  řádku Uložit  měřič 
Obsahem kódu jsou některé   snadno   pochopitelné   konstrukce jazyka Objective C. V těch  
případech,   kdy   by   byl   kód   obtížněji   pochopitelný,   je   nahrazen funkcí,   jejiž   název   vypovídá  
o prováděné  akci. Následuje ukázka kódu: 
    NSManagedObjectContext context = getContext(); 
    Meter *newMeter = insertNewObjectforEntityForName: @"Meter"   
  inManagedObjectContext: context; 
     newMeter.mtrType = @(segmentedControl.selectedSegmentIndex); 
     newMeter.mtrName = meterNumberTextField.text; 
     ... // stejne pro mtrMeterNumber a mtrStartingValue 
     newMeter.mtrNextMeasurement = datePicker.date; 
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     newMeter.mtrCreationDate = getActualDate(); 
 // ulozeni notifikaci a udalosti, pokud jsou zapnuty 
     if (enabled_notification_or_calendar_or_reminders) 
        saveIDofNotificationOrCalendarEventOrReminderEvent(); 
 // ulozeni noveho objektu do kontextu, promitne se do Persistent store 
 saveContext(); 
3.3.2 Editace záznamů 
Proces editace záznamů  je velmi podobný jejich vkládání. Ukázka  tedy  proběhne  rovněž  na  příkladu  
měřiče  s tím,  že  bude  poukázáno  na  odlišnosti  editace  oproti  vytváření  nových  dat. 
a) Popis  postupu  editování  měřiče 
Uživatel  vyvolá  Sidebar menu. V něm  zvolí  možnost  Měřiče.  Najde  měřič,  který  chce  editovat  
a klikne   na   jeho   buňku. V detailu   měřiče   provede   potřebné   úpravy (nastavení   data   příštího  
odečtu,  změna  názvu  či   sériového  čísla). Po  provedení  úprav  se  ve  spodní  části  objeví sekce 
s řádkem Aktualizovat. Stiskem  tohoto  řádku  se  provede  aktualizace. 
b) Postup  editace  měřiče ukázaný  pomocí  série  obrázků 
Obrázek 3.11: Obrazný  postup  editace  měřiče. 
 
c) Prováděný  kód  v  aplikaci  po stisku řádku Aktualizovat 
Kód  zajišťující editaci záznamů  se  řídí  stejnými  zásadami jako kód pro vkládání  záznamů. Při  
editaci  není  třeba  získávat  kontext  aplikace.  Objekty,  s kterými pracujeme, jsou již  v kontextu 
uloženy. Ukázka kódu: 
 // objekt existujiciMeric je ziskan pri kliknuti na bunku merice, 
 ktery editujeme a jiz se nechazi v NSManagedKontext 
     updatedMeter.mtrName = meterNumberTextField.text; 
     ... // stejne pro mtrMeterNumber 
     updatedMeter.mtrNextMeasurement = datePicker.date; 
 // ulozeni notifikaci a udalosti, pokud jsou zapnuty 
     if (enabled_notification_or_calendar_or_reminders) 
  saveIDofNotificationOrCalendarEventOrReminderEvent(); 
 // ulozeni aktualizovaneho objektu do kontextu, promitne se 
 // do Persistent store 
 saveContext(); 
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3.3.3 Mazání záznamů 
Proces mazání je třeba  ošetřit  tak,  aby  v úložišti  nezůstávaly  objekty,  na  které  neexistuje  žádný  odkaz. 
Ověření  mazání v reálných podmínkách se  věnuje kapitola 5.2.2. 
a) Popis  postupu  smazání  měřiče 
Uživatel  vyvolá  Sidebar menu. V něm  zvolí  možnost  Měřiče.  Najde  měřič,  jenž chce odstranit 
a přejede  po  jeho  buňce  jedním  prstem zprava doleva. Na  pravé  straně  buňky  se  objeví  tlačítko  
Delete. Stiskem  tohoto  tlačítka  se  provede  odstranění  měřiče. 
b) Postup  smazání  měřiče ukázaný  pomocí  série  obrázků 
Obrázek 3.12: Obrazný  postup  smazání  měřiče. 
c) Prováděný  kód  v  aplikaci po  stisknutí  tlačítka  Delete 
Kód pro smazání záznamu se  řídí stejnými zásadami jako kód pro jejich vkládání a editaci. 
 NSManagedObjectContext context = getContext(); 
     Meter *deletedMeter = (segmentedControl.selectedSegmentIndex ==  
  energyMeter) ? (getObjectFromArray: energy onIndex: index) : 
 (getObjectFromArray: thermo onIndex: index); 
 // smazani notifikaci a udalosti 
     deleteNotificationOrCalendarEventOrReminderEvent(deletedMeter); 
      deleteObjectInContext(deletedMeter); 
 // smazani objektu z kontextu, promitne se do Persistent store 
 saveContext(); 
3.3.4 Ovládání grafu 
Sloupcový graf v aplikaci  slouží  pro  prezentaci  statistik  teplot,  spotřeby  energií  či  stavu  obálek. 
a) Popis postupu k zobrazení sloupcového grafu 
Uživatel  vyvolá  Sidebar menu. V něm  zvolí  možnost  Měřiče  nebo  Finance dle toho, která data 
chce  prohlížet. Dále  klikne  na  buňku  hledaného  měřiče   či  obálky. Tím se dostane na pohled 
detailu zařízení. Ve   spodní   liště   nástrojů   se v její   pravé   části   nachází   ikonka   grafu   - jejím 
stisknutím dojde k zobrazení grafu.  
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b) Postup zobrazení grafu ukázaný  pomocí  série  obrázků 
Obrázek 3.13: Obrazný postup zobrazení grafu. 
c) Popis  ovládání  grafu  doplněný  názornými  obrázky 
Základní rozsah grafu je 1 rok zobrazený v měsících. Každý  sloupec  reprezentující  měsíc  má  
dva  popisky.  Popis  pod  sloupcem  značí  měsíc a rok ve formátu m-yyyy, nad sloupcem je pak 
hodnota daného  měsíce. Pokud  má  uživatel  k dispozici  data  za  delší  období  než  1   rok,  může  
posouvat  časovou  osou  položením  prstu  na  obrazovku a jeho pohybem doleva a doprava.  
 Další   možností   je   přepínání   časové   jednotky.   Na   výběr je mezi měsíci,   čtvrtletími  
a roky.   Vyšší   časovou   jednotku   lze   zobrazit   přejetím   prstu   zdola   obrazovky   nahoru.   Tato  
možnosti  je  ilustrována  na  obrázku 3.14.  Nižší jednotky dosáhneme  přejetím  prstu  zhora  dolů. 
Obrázek  3.14:  Zobrazení  vyšší  časové  jednotky  (měsíce,  čtvtletí,  roky). 
 Poslední  možností   práce   s grafem je snižování   či   zvyšování   zobrazovaného rozsahu. 
Maximální  počet  sloupců  je  12,  minimálně  jsou zobrazeny 2 sloupce. Změnu  uživatel  provede  
klasickým gestem zoom - pro   zvýšení počtu   sloupců   táhne   dvěma   prsty   k sobě,   pro jejich 
snížení dvěma  prsty  od  sebe. Krok  vždy  po  2  sloupcích. Princip ilustrován na obrázku 3.15. 
Obrázek  3.15:  Snížení  zobrazovaného rozsahu. 
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4 Implementace 
K implementaci je   použit   programovací   jazyk   Objective   C.   Náplní této kapitoly je popis řešení 
vybraných částí  aplikace. 
4.1 Rozpoznávání gest 
Implementaci   rozponávání   gest   si   vysvětlíme   na   příkladu   grafu   v aplikaci. Ten je ovládán pomocí 
dvou   druhů   gest   - pinch a pan. Systém rozpoznávání gest, tzv. Gesture recognizer,   přidáváme  
jednotlivým   pohledům,   které   mají   gesta   podporovat,   prostřednictvím   Interface builderu. Gesture 
recognizer je pak spojen s třídou  pohledu  pomocí  makra  IBAction. K zajištění  požadované  funkčnosti  
jsou v aplikaci  využívány  tři  stavy: 
x UIGestureRecognizerStateBegan - začátek  provádění  gesta. 
x UIGestureRecognizerStateChanged - provádění  gesta,  pohyb  prstů  po  obrazovce. 
x UIGestureRecognizerStateEnded - konec gesta, prsty jsou sundány z obrazovky. 
Tyto stavy najdeme v proměnné  gesture  recognizeru  s názvem: 
 @property(nonatomic,readonly) UIGestureRecognizerState state; 
Gesto pinch je v aplikaci rozpoznáváno pomocí UIPinchGestureRecognizer. Ten vyvolá metodu, 
s níž je spojen, pokud dva   prsty   uživatele   přiložené na   obrazovku   změní   vzdálenost   vůči   sobě 
ve směru  k sobě  nebo  od  sebe. 
 Gesto pan je pak rozpoznáváno pomocí UIPanGestureRecognizer. Tento recognizer vyvolá 
metodu,   se   kterou   je   spojen,   pokud   uživatel   přejede   nepřerušeně   jedním   prstem   horizontální  
vzdálenost odpovídající 20px na obrazovce. Pokud  uživatel  přejede  násobky  tédo  vzdálenosti,  volání  
metody  je  prováděno  opakovaně. 
4.2 Activity view controller 
Akce proveditelné s exportovanými   daty   například   v podobě   výročních   zpráv   jsou   zajišťovány  
pomocí nástroje Activity view controller (AVC). Ten je instancován pomocí metody: 
 - (id)initWithActivityItems:(NSArray *)activityItems    
  applicationActivities:(NSArray *)applicationActivities; 
AVC je   třeba   předat   alespoň   pole   activityItems (NSArray) obsahující   právě   exportovaná   data. 
Standartně   jsou   povoleny   všechny   aktivity,   jenž může   přístroj   s daným typem souboru vykonat. 
Pokud  chceme  dále  omezit  některé  možnosti,  lze  k tomuto  účelu  využít  proměnná: 
 @property(nonatomic,copy) NSArray *excludedActivityTypes; 
Do té vložíme  pole  obsahující  akce,  které  následně  nebudou  přístupné  přes AVC. Samotné zobrazení 
AVC   většinou spojujeme se stiskem vybraného tlačítka,   v případě   aplikace   vytvářené   v rámci této 
práce  se  jedná  o  tlačítko  Action. Po jeho stisku se zavolá metoda: 
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 - (void)presentViewController:(UIViewController     
  *)viewControllerToPresent animated: (BOOL)flag completion:(void  
  (^)(void))completion; 
Ta  vloží  do  popředí  vytvořený  AVC. V tom již  můžeme  provést  akci dle libosti. 
4.3 Notifikace,  události  Kalendáře  a  Připomínek 
Vytváření  notifikací  a  událostí  v rámci implementace aplikace má za úkol třída  Notifications. Rušení  
probíhá  na  základě  identifikátoru  notifikace  či  události  uloženém  v core data. Pro propojení aplikací 
Kalendář  a  Připomínky  s naší  aplikací  je  využit  framework  EventKit. 
4.3.1 Vytváření a  rušení notifikací 
Nejprve  je  třeba  vytvořit  instanci  třídy  UILocalNotification: 
 UILocalNotification *localNotif = [[UILocalNotification alloc] init]; 
Poté  do  proměnných  objektu  localNotif (UILocalNotification) přiřazujeme  další  nezbytné  informace. 
Jedná se o fireDate (NSDate),  což  je  datum  a  čas  vyvolání  notifikace.  Dále  alertBody (NSString), 
kam se vkládá zpráva ukazovaná v notifikaci, alertAction (NSString), v kterém je popis   tlačítka  
zobrazovaného na notifikaci, applicationIconBadgeNumber (NSInteger),   jenž   obsahuje   číslo 
informující  o  počtu  zmeškaných  událostí  na ikoně  aplikace  a  nakonec  userInfo (NSDictionary), kam 
se ukládá ID notifikace sloužící pro   její   případné   zrušení. Jako ID je   používán   jedinečný   řetězec  
obsahující  datum  a  čas  naplánování  notifikace. Notifikaci s těmito  údaji  naplánujeme  pomocí  metody: 
 - (void)scheduleLocalNotification:(UILocalNotification *)notification; 
Té  dáváme  jako  parametr  vytvořenou  notifikaci. Rušení  notifikací  má  na  starosti  metoda: 
 - (void)cancelLocalNotification:(UILocalNotification *)notification; 
Jejím parametrem je rušená notifikaci. K jejímu  získání   je   třeba  vytvořit  pole  všech  naplánovaných  
lokálních notifikací: 
 NSArray *localNotifications = [[UIApplication sharedApplication]  
  scheduledLocalNotifications]; 
Pole  následně  procházíme prvek po prvku a vyhledáme notifikaci se shodným id, jako má notifikace, 
kterou  chceme  zrušit.  Po  jejím  nalezení  ji  předáme  výše  zmíněné  metodě  pro  rušení  notifikací. 
4.3.2 Vytváření  a  rušení  událostí  Kalendáře a  Připomínek 
Vytváření   a   rušení   událostí systémových   aplikací   Kalendář   a   Připomínky   funguje   na obdobném 
principu, proto si je popíšeme  v jedné podkapitole. 
 Při  vytváření je  třeba  nejprve  získat  objekt  úložiště  událostí: 
 EKEventStore *eventStore = [[EKEventStore alloc] init]; 
Spojení s úložištěm  zajišťuje  metoda: 
 - (void)requestAccessToEntityType:(EKEntityType)entityType   
  completion:(EKEventStoreRequestAccessCompletionHandler)completion; 
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Za její parametr entityType (EKEntityType) dosadíme EKEntityTypeEvent pro Kalendář nebo 
EKEntityTypeReminder pro Poznámky. Pokud   se   spojení   nepodaří   navázat,   znamená to, 
že aplikace   nemá   povoleno   využívat   tyto   systémové   aplikace. O   této   skutečnosti   je   uživatel  
informován pomocí nástroje UIAlertView. V   případě   úspěšně   navázaného   spojení   s   úložištěm  
událostí  následuje  vytvoření  události  prostřednictvím: 
 EKEvent *calendar = [EKEvent eventWithEventStore:eventStore]; 
 nebo 
 EKReminder *reminder = [EKReminder reminderWithEventStore:eventStore]; 
Dále  nastavíme  potřebné  proměnné.  Pro  událost  Kalendáře   titulek   title (NSString),  začátek  události  
startDate (NSDate), konec události endDate (NSDate) a  název  kalendáře calendar (EKCalendar), 
do   kterého   se  má   událost   vložit. Pro   Připomínky   se místo   startDate   a   endDate   vytváří   upozornění  
EKAlarm s   parametrem   data   a   času   jeho ukázání. Po nastavení   všech   potřebných   údajů   uložíme  
vytvořenou  událost  do  připraveného  úložiště  eventStore. K  tomu  slouží  metody: 
 - (BOOL)saveEvent:(EKEvent *)event span:(EKSpan)span error:(NSError  
  **)error; 
 pro  události  Kalendáře  a 
 - (BOOL)saveReminder:(EKReminder *)reminder commit:(BOOL)commit  
  error:(NSError **)error; 
 pro  události  Připomínek. 
Poté  jsou  již  události  viditelné  v  Kalendáři  či  Připomínkách. Nakonec  uložíme  jedinečný  identifikátor 
eventIdentifier (NSString) či   calendarItemIdentifier (NSString) do patřičné   proměnné   objektu 
reprezentujícího událost v aplikaci. Tyto   identifikátory   jsou   vytvářeny   automaticky   frameworkem 
EventKit po  uložení  události  do  jejich  úložiště. 
  Mazání událostí probíhá   právě   na   základě   jejich   identifikátoru. Nejprve   získáme   úložiště  
událostí  jako  při  jejich  vytváření, poté samotnou událost  prostřednictvím  metody: 
 - (EKEvent *)eventWithIdentifier:(NSString *)identifier; 
 pro  události  Kalendáře  nebo 
 - (EKCalendarItem *)calendarItemWithIdentifier:(NSString *)identifier; 
 pro  události  Připomínek. 
Ty  naleznou  hledanou  událost  na  základě  identifikátoru,  který  je  uložen  v  jejím objektu nacházejícím 
se v Core data úložišti. Tuto událost pak  předáme   jako  parametr  event (EKEvent) nebo reminder 
(EKReminder) metodě  pro  její odstranění  z  úložiště  událostí: 
 - (BOOL)removeEvent:(EKEvent *)event span:(EKSpan)span error:(NSError 
  **)error; 
 pro událost Kalendáře nebo 
 - (BOOL)removeReminder:(EKReminder *)reminder commit:(BOOL)commit  
  error:(NSError **)error; 
 pro událost  Připomínek. 
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4.3.3 Generování  a  export  PDF  souborů 
Generování   PDF   souborů   obstarává   třída   PDFexport.   Při   její   inicializaci   jsou   nastaveny   základní  
vlastnosti generovaného souboru - rozměry  stránky  a  styl  textu: 
 CGSize pageSize = CGSizeMake(A4_width, A4_height); 
  NSMutableParagraphStyle textStyle = [[NSMutableParagraphStyle 
 defaultParagraphStyle]  mutableCopy]; 
   textStyle.lineBreakMode = NSLineBreakByWordWrapping; 
 Třída  dále  obsahuje  metodu: 
 - (NSMutableData *)generatePdfWithHeader:(NSString *)header 
 withLeftColumn:(NSMutableArray *)leftColumn 
 withRightColumn:(NSMutableArray *)rightColumn withImage:(UIImage 
 *)image; 
Ta  je  volána,  pokud  uživatel  stiskne  tlačítko  Action. Metodě je  předáván  jako  parametr  nadpis  stránky  
headerText (NSString), levý sloupec textu leftColumn (NSString), pravý sloupec textu 
rightColumn (NSString) a obrázek image (UIImage). Metoda připraví  zápis  do  PDF  souboru: 
 NSMutableData *pdfData = [[NSMutableData alloc] init]; 
 UIGraphicsBeginPDFContextToData(pdfData, CGRectZero, nil); 
Dále vytvoří  rámec,  do  kterého  se  bude  výsledný  text  a  případné  obrázky  zakreslovat: 
 UIGraphicsBeginPDFPageWithInfo(CGRectMake(0, 0, pageSize.width, 
pageSize.height), nil); 
Poté  jsou  již  volány  metody pro vykreslení  jednotlivých  částí  stránky: 
- (void)drawPageNumber:(NSInteger)pageNumber; // cislo stranky 
- (void)drawHeader;  // hlavicka stranky 
- (void)drawLine;  // linka pod hlavickou 
- (void)drawImage; // vykresleni obrazku 
- (void)drawText;  // text dokumentu 
 Metody zapisující text (drawPageNumber, drawHeader, drawText) nejprve nastaví atributy 
vzhledu stránky. Jedná se o zarovnání textu, font písma, velikost písma a pozici textu na stránce. 
Nakonec   proběhne   vykreslení   samotného   textu,   jenž byl   předán   výchozí   metodě   jako   parametr.  
Vykreslení textu vykoná metoda: 
 - (void)drawInRect:(CGRect)rect withAttributes:(NSDictionary *)attrs; 
Parametr rect (CGRect) určuje   pozici   textu   na   stránce a   rozměry   okna,   do   něhož je text vkládán. 
Do parametru attrs (NSDictionary) jsou   vloženy   zbývající   atributy   vzhledu   stránky, které byly 
nastaveny v rámci volání jednotlivých text vykreslujících metod. U obrázku vykreslovaného pomocí 
metody drawImage se nastaví jeho pozice a velikost prostřednictvím parametru rect (CGRect): 
 - (void)drawInRect:(CGRect)rect; 
Pokud   při   zapisování   textu   či   obrázků   překročíme rámec   stránky,   automaticky   proběhne  
vygenerování  stránky  další.  Na  nové  stránce  jsou  opět  provedeny  všechny  popsané  činnosti. Jakmile 
je  veškerý  obsah  zakreslen  do  PDF  souboru,  je  třeba  uzavřít  kreslící  kontext  pomocí: 
 UIGraphicsEndPDFContext(); 
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Zároveň   s   uzavřením   kontextu   je   jeho   obsah   zapsán   do   vytvořeného   PDF   souboru.   Tento   soubor  
vznikne  vždy  při  vyvolání  Activity  view  controller,  následující  akce  je  již  na  uživateli.  Soubor  může  
být  exportován  pomocí  různých  služeb  nebo  zahozen  uzavřením  Activity  view controller. 
4.3.4 Funkce Úklid aplikace 
Funkce Úklid aplikace slouží  k odebrání  všech  notifikací  a událostí  aplikace  Kalendář  a  Připomínky,  
které  byly  vytvořeny  nástrojem  pro  správu  domácnosti. Uživatel  má  možnost  odstranit  jednotlivé  typy  
upozornění  dle  libosti. 
 Odstranění   všech   notifikací   vytvořených   vlastní   aplikací   je   velmi   jednoduché. Zajistí ho 
metoda cancelAllLocalNotifications. Následuje ukázka kódu pro odstranění   všech  
notifikací: 
 [[UIApplication sharedApplication] cancelAllLocalNotifications]; 
   
 Pro hromadné odstranění všech   událostí   vytvořených   vlastní aplikací   v   Kalendáři  
a Připomínkách neexistují  žádné  systémové nástroje. Za  tímto  účelem  byly  vytvořeny  vlastní  metody.  
Pro   odstranění   všech   událostí   Kalendáře   slouží   metoda   deleteCalendarEvents. Odstranění  
událostí  Připomínek  má  na  starosti  metoda  deleteReminders. Metody obsahují dva forin cykly, 
jeden pro sekci Měřiče  a  druhý pro sekci Diář. V  cyklu  se  prochází  všechny  objekty  uvedených  sekcí  
obsahující ID událostí. Události jsou   na   základě   svého   identifikátoru   vyhledány   a   zrušeny. Obě  
metody   jsou  velmi  podobné,  odlišují  se  pouze  v  detailech  popsaných  v  kapitole  4.3.2. Jako  příklad  
uvádím  mazání  všech  záznamů  Kalendáře  vytvořených  v  sekci  Měřiče: 
 for (Meter *meter in metersArray) 
 { 
  if (meter.mtrCalendarIdentifier.length != 0) // existuje udalost 
  { 
    EKEventStore *eventStore = [[EKEventStore alloc] init]; // udalosti 
      EKEvent *eventToRemove = [eventStore      
    eventWithIdentifier:meter.mtrCalendarIdentifier]; 
      [eventStore removeEvent:eventToRemove span:EKSpanThisEvent  
    error:nil]; // odstraneni udalosti 
    } 
  } 
4.4 Výpočet průměrné  spotřeby  energií 
Výpočet  průměrné  spotřeby  energií  musí  brát  ohled  na  některé  skutečnosti.  Předně  jednotlivá  měření  
nemusí  být  prováděna  v pravidelných intervalech, mohou být zcela náhodná. Jelikož  základní  výpočet  
je   prováděn   na   spotřebu   za   měsíc,   je   dalším   problémem rozdílný   počet   dnů   jednotlivých   měsíců  
v roce. Graf  dále  vyžaduje  data  alespoň  za  12  měsíců.  Ty  jsou  mu  poskytnuta,  i  když  je  jejich  hodnota  
nulová. 
4.4.1 Popis  výpočtu průměrné  spotřeby  energií 
Základem je  pole  všech  provedených  odečtů  na  určitém  zařízení seřazené dle data. Dále   je  potřeba  
zjistit   počet   kalendářních   měsíců   od   vytvoření   měřiče   po   poslední   měření   (vytvořením   měřiče  
a nastavením   počáteční   hodnoty   je   vlastně   proveden   první   odečet). Poté   je   vytvořen   slovník  
(dictionary).   V   něm jsou   jako   klíče   uvedeny   jednotlivé   kalendářní   měsíce   mezi   1.   a   posledním  
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měřením  ve  formátu  m-yyyy.  Ke  každému  klíči  je  přiřazena  hodnota 0 (typ double). Minimum je ale 
12 vytvořených   klíčů   (za   poslední   rok), i   když   je   období   mezi   počátečním   a   posledním   odečtem  
menší, nebo   když   měřič   dosud   neobsahuje   žádný   odečet. Nyní   je   potřeba   procházet   pole   odečtů  
objekt po objektu  a  počítat  výslednou  průměrnou  spotřebu  pro  jednotlivé  měsíce. 
 Pole   odečtů   je   seřazeno   sestupně,   vezmeme   1.   (poslední   odečet)   a 2.   objekt   (předposlední  
odečet)   v poli   a   zjistíme   rozdíl   hodnot   odečtů. Pokud   je   pole   prázdné,   tzn.   na  měřiči   nebyl   dosud  
proveden žádný   odečet,   je   výpočet   u   konce   (průměrná   spotřeba   za   každý   z posledních dvánácti 
měsíců   je   nulová). Jinak   proběhne   zjištění   počtu   kalendářních   dnů   mezi   odečty.   To   zohledňuje 
i rozdílné  počty  dnů  v jednotlivých  měsících. Z údajů  o  počtu  dní  a   rozdílů  hodnot  měření  získáme  
průměrnou   denní   spotřebu. Dále   zjistíme   kalendářní   den   odečtů   a   počet   kalendářních  měsíců  mezi  
nimi. Nyní   stačí   k   odpovídajícímu   klíči   v dictionary   přičíst   průměrnou   denní   spotřebu   násobenou  
počtem   dnů   měsíce,   kterým   tato   hodnota   odpovídá (příkladem   mohou   být   dva   odečty   s hodnotou 
30 a 2 provedené 2.2.2014 a 5.1.2014  - rozdíl  hodnot  je  28,  počet  kalendářních  dnů  je  28,  průměrná  
denní spotřeba   je   1, kalendářní   dny   měření   jsou   2   a   5,   počet   kalendářních  měsíců   je   2 - ke   klíči  
pro únor, 2-2014,   přičteme   hodnotu   od   začátku   měsíce   po   provedené   měření,   tzn.   2   a   ke   klíči  
v dictionary odpovídajícímu lednu 2014, 1-2014,  přičteme  hodnotu  získanou  počtem  lednových  dnů  
od  provedení  odečtu  do konce  měsíce,  tzn.  hodnotu  26). Postupně  takto  získáme  průměrnou  měsíční  
spotřebu  pro  celé  sledované  období. Vyjímkou  je  první  a  poslední  měsíc,  kdy  není  zaručeno,  že  den  
měření  odpovídá  prvnímu,  respektive  poslednímu dni v měsíci. Proto  je  pro   tyto  případné  zbývající  
dny  dopočítána  spotřeba  pomocí  nejbližší   průměrné  denní   spotřeby.  Díky   tomu   je  docíleno  získání  
porovnatelných informací za celé období. 
4.4.2 Implementace výpočtu  průměrné  spotřeby  energií 
Kód  výpočtu  je  příliš  rozsáhlý  pro  prezentaci  v této práci. Z tohoto  důvodu  byly  vynechány  některé  
obecné  části.  Činnost  kódu popsána v komentářích,  včetně  popisu  vynechaných  částí (označeny  ***). 
Ukázka částí implementace  výpočtu  průměrné  spotřeby  v aplikaci:  
// *** ziskani pole odectu zvoleneho merice 
 // *** serazeni zaznamu v poli dle data = sorted 
 // *** zjisteni poctu mesicu mezi 1. a poslednim odectem 
 // *** vytvoreni dictionary, klice pro jednotlive mesice ve tvaru m-yyyy  
  
 // v tomto stavu mame k dispozici dictionary s klici odpovidajicimi 
 // mesicum mezi 1. a poslednim odectem - nasleduje vypocet hodnot 
 // spotreby pro kazdy mesic 
 for (Measurement *actualMeasurement in sorted) { // pruchod polem mereni 
  // datum aktualniho mereni 
  NSDate *to = actualMeasurement.mMeasurementDate; 
  // datum predchazejiciho mereni; spotreba za obdobi from - to 
  NSDate *from; NSNumber *measureDifference; 
     if (i < sorted.count - 1) { 
       Measurement *previousMeasurement = [sorted objectAtIndex:i+1]; 
          from = previousMeasurement.mMeasurementDate; 
          measureDifference = @([actualMeasurement.mMeterMeasure   
   doubleValue] - [previousMeasurement.mMeterMeasure doubleValue]); 
      } 
      else  // posledni mereni 
    // *** hodnota = mStartingValue, from = mCreationDate 
  // systemovy kalendar 
  NSCalendar *currentCalendar = [NSCalendar currentCalendar]; 
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  // pocet kalendarnich dnu mezi merenimi 
  NSDateComponents *dayDifference = [currentCalendar    
  components:NSCalendarUnitDay fromDate:from toDate:to options:0]; 
  // denni spotreba *** zkraceno o osetreni deleni 0 
  double dayCons = [measureDifference doubleValue]/dayDifference.day; 
  // *** strucny vypocet spotreby, kompletni popis v podkapitole 4.4.1 
  for (int ii = 0; ii < *** kalendarni mesice mezi merenima; ii++) { 
  // *** days = pocet dnu v mesici, pro ktere plati spotreba dayCons
  double cons = dayConsuption * days; // prumerna spotreba za days 
   // ziskani prumerne mesicni spotreby, pricteme jiz ulozene hodnoty 
   // *** myKey - ziskani klice pro prave pocitany mesic 
   cons += [[dict objectForKey:myKey] doubleValue]; 
   [dict setObject:[NSNumber numberWithDouble:cons] forKey:myKey]; 
  }  
 } 
4.5 Použité  externí  frameworky a knihovny 
Knihovny   a   frameworky   jsou   využívány   za   účelem  zjednodušení   implementace aplikace o obecné, 
již vytvořené   postupy   zajišťující   určitou   činnost. Všechny   tyto   využité nástroje jsou distribuovány 
pod volnými softwarovými licencemi Apache 2.0 nebo MIT. 
4.5.1 Dropbox framework 
V aplikaci  je  použit  externí  framework  Dropbox.framework ve  verzi  2.1.1.  Ten  slouží  k provázání 
s webovou  službou  Dropbox využívanou pro zálohování databáze nebo k exportu generovaných PDF 
souborů. Tento framework je poskytován pod licencí Apache 2.0,  jejíž  znění  je obsáhnuto v příloze 
Příloha   C. Následuje   stručný   popis   použití   frameworku,   ve   kterém   je osvětlena základní   činnost  
exportu  databáze  a  jednotlivých  souborů  generovaných  aplikací. 
 Zálohování databáze a  ukládání  PDF  souborů je realizováno pomocí Datastore API. Pro jeho 
inicializaci  je  třeba  vytvořit  objekt  třídy  DBAccountManager a  ten  následovně  spojit  s  úložištěm: 
 DBAccountManager *accountManager = 
 [[DBAccountManager alloc] initWithAppKey:@"APP_KEY" 
 secret:@"APP_SECRET"]; 
 [DBAccountManager setSharedManager:accountManager]; 
 [[DBAccountManager sharedManager] linkFromController:self]; 
DBAccountManager má za úkol spojení s uživatelským  účtem  Dropbox. APP_KEY a APP_SECRET 
získáme  registrací  aplikace  na  webu  služby  Dropbox. Po zavolání metody linkFromController 
je otevřena   mobilní aplikace Dropbox, pokud je nainstalována, nebo speciální pohled, v němž 
uživatel  provede  přihlášení  do  této  služby. V aplikaci  (či pohledu) je  potřeba  potvrdit  spojení  aplikace  
s  uživatelským  účtem. [19] 
  Uložení  databáze  je  realizováno  pomocí: 
 @property (retain) DBDatastore *store; // v .h souboru 
 DBAccount *account = [[DBAccountManager sharedManager] linkedAccount]; 
 self.store = [DBDatastore openDefaultStoreForAccount:account error:nil]; 
 // priklad naplneni databaze 
 DBTable *tasksTbl = [self.store getTable:@"tasks"]; 
 DBRecord *firstTask = [tasksTbl insert:@{ @"taskname": @"Buy milk", 
 @"completed": @NO }]; 
  27 
 // preneseni databaze na uloziste Dropbox 
 [self.store sync:nil]; 
  Pro export souborů  do  Dropboxu  je  třeba  vytvořit  objekt  třídy  DBFilesystem: 
 DBFilesystem *filesystem = [[DBFilesystem alloc] 
 initWithAccount:account]; 
 [DBFilesystem setSharedFilesystem:filesystem]; 
Tímto   má   uživatel   k   dispozici   systém   souborů   na   svém   účtu   v   úložišti   Dropbox. Dále   zde   může  
vytvářet  soubory  následovně: 
 DBPath *newPath = [[DBPath root] childPath:@"hello.txt"]; 
 DBFile *file = [[DBFilesystem sharedFilesystem] createFile:newPath 
 error:nil]; 
 [file writeString:@"Hello World!" error:nil]; 
Data jsou vložena do  vytvořeného  souboru  dle  ukázky. Uložení  souboru  probíhá  automaticky. [20] 
4.5.2 Knihovna ECSlidingViewController 
Knihovna ECSlidingViewController je použita  ve verzi 2.0.1 a zajišťuje  funkčnost  Sidebar menu. 
Knihovna   je   modifikována   aby   splňovala   potřeby   této   aplikace.   Modifikace   proběhla v souladu 
s licencí MIT, pod kterou je tato knihovna dostupná  a  jejíž  znění je obsáhnuto v příloze Příloha  C. 
 Princip činnosti  je  založen  na  provázání  jednotlivých  částí  knihovny  a  programu  v Interface 
builderu. Při   vyvolání   Sidebar   menu   (gestem   nebo   tlačítkem)   dojde   k   nastavení   jeho   pohledu  
MEMenuViewController (MVC) jako topViewController a   tento   pohled   je   znovu   načten. MVC 
obsahuje IBAction makro unwindToMenuViewController (UTMVC). UTMVC   představuje  
přechod   při vysouvání a zasouvání Sidebar menu. Makro UTMVC je spojeno s úvodními pohledy 
všech  sekcí  aplikace.  Díky  tomu,  že  jsou  jednotlivé  pohledy  řazeny  pomocí  komponenty  Navigation 
controller (NC), je Sidebar menu dostupné z kteréhokoliv  pohledu,  jenž je na NC napojen. 
4.5.3 Knihovna PNChart 
Knihovna PNChart,  použita ve verzi 0.3.3,  slouží  k  zajištění  funkčnosti  sloupcového  grafu.  Je rovněž  
distribuována pod licencí MIT. Knihovnu jsem modifikoval   pro   potřeby   vlastní   aplikace. Mezi 
modifikace  patří  například podpora ovládání  grafu  gesty,   trvalý   landscape  režim,  popisky  vertikální  
osy atd. Znění  licence je obsáhnuto v příloze Příloha  C. 
 Pro   vytvoření   sloupcového   grafu   je   třeba   vymezit   jeho   rozměry   a umístění   na   obrazovce.  
To zajišťuje  metoda: 
 - (PNBarChart *)initWithFrame:(CGRect)frame; 
Rozměry   grafu   a   jeho   umístění   předáme   prostřednictvím   parametru   frame (CGRect). Vytvořený  
objekt  je  vložen  do  proměnné: 
 PNBarChart *barChart; 
Nyní   nastavíme   hodnoty   atributům   objektu   barChart.   Jedná   se   o   výchozí   počet   zobrazovaných  
sloupců  grafu  bars (NSInteger),  pole  hodnot  jednotlivých  sloupců  yLabels (NSArray),  pole  popisků  
horizontální osy grafu xLabels (NSArray) a   barvu   pozadí   rámce   vytvořeného   metodou  
initWithFrame backgroundColor (UIColor). Vykreslení samotného grafu provedeme pomocí: 
 [barChart strokeChart]; 
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Nakonec  vložíme  vytvořený  rámec s grafem do aktuálního pohledu: 
 [self.view addSubview:barChart]; 
V případě,  že  uživatel  gesty  mění  časové  období  či  rozsah  grafu,  dojde  vždy  nejprve  k  odstranění  jeho  
částí, přičemž  rámec  zůstává  zachován.  Odstranění  zajišťuje  metoda removeSubviews: 
 [barChart removeSubviews]; 
Po  odstranění   jednotlivých   částí   grafu   se   vyhodnotí   uživatelský   výběr   zobrazovaného   rozsahu.  Dle  
výběru  pak  dojde  k  opětovnému  nastavení  atributů  grafu.  Ten  je  znovu vykreslen s novými atributy 
a jeho  rámec  přidán  do  aktuálního  pohledu.  
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5 Ověření  funkčnosti vlastní aplikace 
Pro demonstraci funkcí vytvořené   aplikace a   ověření   její funkčnosti   byla   vytvořena   testovací data 
pokrývající 2 roky chodu  domácnosti.  Odečty  měřičů   energií   odpovídají   rozložení   spotřeby  energií  
domácnosti, ve které   žijí   3   lidé,   včetně   zohlednění   ročních   období.   Odečty   teploměrů,   transakce  
obálek a úkoly v diáři  jsou  náhodné. Tyto  data  jsou  již  předpřipravena  v aplikaci. 
 V rámci   ověřování   byl   také   vytvořen   ladící   mód   aplikace.   Ten slouží   k zjištění,   zda  
databázové operace probíhají dle předpokladu. Tento mód vypisuje stav databáze objektů   před  
a po operaci (vkládání, mazání)  na  konzoli  ve  vývojovém  prostředí  Xcode. Výpis z konzole je dále 
porovnán s předpokládaným   stavem   databáze. Hlavním úkolem je zjistit, zda v úložišti   nezůstávají  
objekty s nulovou   referencí,   což   by   časem   mohlo   způsobit   paměťové   problémy. Ladící mód 
je  implementován pouze v sekci  měřiče,  databázové  operace v ostatních sekcích fungují na totožném  
principu,  neočekává  se  proto  rozdílné  chování. 
 V závěru  této  kapitoly  je ukázka  několika  PDF  souborů  generovaných  funkcí  Výroční  zpráva. 
Další  soubory  exportované  z aplikace budou k nahlédnutí v příloze této práce. 
5.1 Testovací data 
Data   obsahují   5   měřičů   - Elektroměr, Plynoměr, Vodoměr, Teploměr   - kuchyň a Teploměr   - 
obývák. Dále 2 obálky - Rezerva s náhodnými transakcemi a Na dovolenou s transakcemi 
pravidelnými.  Diář  se  skládá  z kategorií Doma a Škola  - 2. až  6. semestr. Tyto kategorie obsahují 
různé   úkoly   vymyšlené   za   účelem   ukázky. Na   tomto   vzorku   dat   je   možno   vyzkoušet   jednotlivé  
funkce  aplikace.  Jedná  se  například  o  Výroční  zprávu,  prezentaci dat pomocí grafu, vkládání nových 
položek  a  s tím  související  vytváření  notifikací,  událostí  kalendáře  a  připomínek  atd. 
5.2 Princip  prováděných testů databáze 
Předpokládaný   stav   databáze   je   v této podkapitole porovnáván s výpisem ladícího módu aplikace. 
Před   testy   byla   aplikace   smazána,   znovu   nainstalována   a   naplněna   zkušebními   daty. Tento postup 
zajistil  předpokládaný  výchozí  stav  objektů,  jenž byl  ověřen  jejich  výpisem  v ladícím módu. 
 Jednotlivé akce (vkládání, mazání)   byly   ověřovány   a   jejich   testování   se   věnuje tato 
podkapitola. Výpis   ladícího   módů   zobrazuje   počet   objektů,   které   obsahují referenci na objekty 
měřiče. Dále zobrazuje celkový  počet  referencovaných  objektů  vázaných  na  měřiče  a  všech  objektů  
měření  v databázi. Pokud  vše  správně  funguje,  očekává  se  totožný  stav  těchto  hodnot. 
 Výpis části  ladícího módu ve výchozím stavu aplikace je zobrazen na obrázku 5.1 
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Obrázek 5.1: Výpis ladícího módu ve výchozím stavu aplikace. 
5.2.1 Vkládání  nových  objektů 
Vkládání  nových  objektů  je  ověřeno  na  případu  vložení  nového  měřiče  energií.  Ve  2.části  testu bude 
následovat  vložení  deseti zkušebních  odečtů. 
 Popis  očekávaného  stavu databáze: 
 Uložení   nového   měřiče   s názvem Test → nový   objekt   entity   Meter,   jenž obsahuje odkaz 
na 0 objektů  entity  Measurement → vložení  deseti měření  → 10 nových objektů entity Measurement, 
na které odkazuje objekt Test → zvýšení  celkového  počtu  objektů  entity  Measurements o 10 na 155. 
 Výpis části  ladícího módu  po  vložení  testovacích objektů  je  zobrazen  na  obrázku  5.2 
Obrázek 5.2: Výpis části  ladícího  módu  po  vložení  nového  měřiče  Test a  testovacích  odečtů. 
 
5.2.2 Mazání existujícího objektu 
Odstraňování objektů   lze   v aplikaci   provádět   ve   dvou   různých   úrovních.   Buď   lze   mazat   přímo  
objekty   spojené   s  objektem   jim  nadřazeným,   jako   jsou  například   jednotlivé  odečty,   transakce  nebo  
události. V takovém  případě  je  odstraňován  jen  jeden  konkrétní  objekt  a  proto  v databázi  nezůstávají  
nereferencované objekty. Druhou   možností   je   odstranit   nadřazený   objekt. Tato   akce   by   měla  
dle očekávání   smazat   i   všechny   objekty,   na   které   tento   objekt   odkazuje.   Aplikace   by   měla   tyto  
operace   provádět   korektně.   Tato   skutečnost   byla   ověřována   v průběhu   vývoje   náhodnými výpisy 
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stavu   databáze   a   nebyl   zaznamenán   žádný   objekt,   jenž   by   byl   pozůstatkem   nedokonale   ošetřené  
operace mazání a nešel  již vymazat skrze UI aplikace. 
 Níže  je  pro  ukázku  uveden  popis  smazání  dříve  vytvořeného  měřiče  energií  Test  a  následně  
všech  měřičů.  Dále  je  pak  pro  kontrolu  přiložen  ladící  výpis  aplikace. 
 Popis  očekávaného  stavu databáze: 
 Smazání   měřiče Test → odstranění objektu entity Meter včetně   všech   objektů   entity  
Measurement, na které odkazuje → snížení   počtu   objektů   entity  Measurement   na   145  → smazání 
všech  zbylých  měřičů  → odstranění  objektů  entity  Meter  včetně  všech  objektů  entity  Measurement,  
na které odkazují → celkový  počet  objektů  entity  Measurement  v databázi se rovná 0. 
 Výpis ladícího módu  po  odstranění měřiče  Test  a  všech  měřičů  zobrazen na obrázku 5.3  
Obrázek 5.3: Výpis ladícího módu po odstranění měřiče  Test  a  všech  testovacích měřičů. 
5.3 Ukázka  a  vysvětlení  výstupu funkce Výroční  
zpráva 
Výstup  funkce  Výroční  zpráva  je demonstrován  na  zařízení  Elektroměr.  Rozsah  zprávy  pokrývá  rok  
2013.   Použitou   jednotkou   jsou   měsíce.   Výstup je porovnáván s reálnými   měřeními   provedenými  
v tomto roce: 
 
 "mMeasurementDate": "31. 12. 2012"  - "mMeterMeasure": "72.149" 
 "mMeasurementDate": "18. 3. 2013"  -  "mMeterMeasure": "72.601" 
 "mMeasurementDate": "18. 4. 2013" -  "mMeterMeasure": "72.7" 
 "mMeasurementDate": "27. 7. 2013"  -  "mMeterMeasure": "73.022" 
 "mMeasurementDate": "11. 9. 2013"  -  "mMeterMeasure": "73.35" 
 "mMeasurementDate": "8. 12. 2013"  -  "mMeterMeasure": "73.751" 
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V  úvahu  bereme  i  poslední  měření  za  rok  2012.  Dle  měření  je  neúplná  spotřeba  za  rok  2013  1,602. 
Podle výroční   zprávy   je   celková   spotřeba   za   rok   2013 získaná   součtem   všech   měsíčních   spotřeb 
1,649. Rozdíl  v  hodnotách  způsobený  dopočtem  spotřeby  se  dá  považovat  za  uvěřitelný. 
 Výstup funkce  Výroční  zpráva (viz obrázek 5.4) ukazuje  spotřebu  přepočítanou  na  jednotlivé  
měsíce   v   roce   2013.   K přepočtu   posloužily   záznamy   odečtů tohoto   roku.   Přepočet   bere   v   potaz  
rozdílné   počty   dnů   jednotlivých   kalendářních   měsíců.   Součástí   přepočtu   je   také   dopočet   spotřeby  
pro nekompletní  období  (období,  v  němž  není  poslední  odečet  proveden  až  na  jeho  konci). 
Obrázek 5.4: Ukázka výstupu funkce Výroční  zpráva.  
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6 Závěr 
Výsledkem této práce je funkční   aplikace HomeHolding. Aplikace je   určená   pro   mobilní   telefon  
iPhone a operační   systém   iOS.   Tato   aplikace   slouží   jako   užitečný   nástroj   při   evidenci   spotřeby  
a výdajů   v domácnosti   a   následném   vytváření   jejich   statistiky. Její   součástí   je   i   jednoduchý   diář  
sloužící  k zaznamenávání  úkolů a událostí. Aplikace  je  propojená  se  službami  iCloud  a  Dropbox,  což  
umožňuje  zálohu  dat  a  jejich  export  na  různá  zařízení. Základní  funkcionalita  aplikace  byla  ověřena  
sérií  testů  dokumentovaných  v kapitole 5. 
 Při   návrhu   aplikace   jsem   kladl   velký   důraz   na   koncept snadného vkládání informací. 
U aplikací   tohoto   typu   je   pojetí   uživatelského   rozhraní   významným   motivačním   faktorem  
pro používání   aplikace.   Fakticky  vzato   je   rozhodujícím  důvodem  pro   případný  úspěch   či   neúspěch  
aplikace v App Store, nákupním centru firmy Apple. 
 V dalším   vývoji   aplikace   může   být   přidána   podpora   pro   tablety   iPad. Ty nabízejí   větší  
pracovní   plochu   a   jsou   často   kromě   zábavy   využívány   právě   k některým   pracovním   či   osobním  
povinnostem. Funkce mohou procházet vývojem   na   základě zkušeností   a   zpětné   vazby   uživatelů. 
Výzvou   může   být   vymyšlení   systému   automatizovaného   sběru   informací   z měřičů   energií 
a teploměrů. To  by  přispělo  k jednoduchosti práce s aplikací  a  zpřesnění  vypočítaných  statistik. 
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Příloha  A 
Obsah CD 
x Adresář   /HomeHolding/ - projekt   vývojového   prostředí  Xcode a zdrojové   kódy   vytvořené  
aplikace včetně  použitých  externích  knihoven 
x Adresář  /thesis/ - text  bakalářské  práce  ve  formátu  PDF 
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Příloha  B 
Manuál 
Pro   překlad   projektu   je   třeba   systém OS X Mavericks (verze 10.9) s nainstalovaným vývojovým 
prostředím Xcode 5. Tato   konfigurace   postačí   pro   testování   aplikace   v iOS simulátoru, který je 
součástí  SDK  Xcode. 
 Aplikace  je  kompatibilní  se  zařízením  iPhone  5/5S.  Pro  spuštění  aplikace  na  těchto  přístrojích  
je  třeba  vlastnit  vývojářský  účet  iOS Development.  Zařízení  je  nutno  s tímto  účtem  propojit,  vytvořit  
Provisioning profile a nahrát ho do SDK Xcode. Posledním krokem je vložení   názvu   Bundle 
Identifier,  který  uživatel  uvedl  při  získávání  vývojářského  účtu.  
Po   splnění   těchto   podmínek   stačí   připojit   zařízení   k počítači,   otevřít projekt aplikace, vybrat 
zařízení  v seznamu  připojených  zařízení,  projekt  přeložit  a  spustit. 
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Příloha  C 
Znění  licenčních  smluv  externích frameworků  a  
knihoven  použitých  v  aplikaci 
Znění  licenční  smlouvy Apache 2.0 
Sync SDK Copyright 2013 (c) Dropbox, Inc. 
Licensed under the Apache License, Version 2.0 (the "License"); 
you may not use this file except in compliance with the License. 




Unless required by applicable law or agreed to in writing, software 
distributed under the License is distributed on an "AS IS" BASIS, 
WITHOUT WARRANTIES OR CONDITIONS OF ANY KIND, either express or implied. 
See the License for the specific language governing permissions and 
limitations under the License. 
Znění  licenční  smlouvy  MIT 
Permission is hereby granted, free of charge, to any person obtaining 
a copy of this software and associated documentation files 
(the "Software"), to deal in the Software without restriction, including 
without limitation the rights to use, copy, modify, merge, publish, 
distribute, sublicense, and/or sell copies of the Software, and to permit 
persons to whom the Software is furnished to do so, subject 
to the following conditions: 
The above copyright notice and this permission notice shall be included 
in all copies or substantial portions of the Software. 
THE SOFTWARE IS PROVIDED "AS IS", WITHOUT WARRANTY OF ANY KIND, 
EXPRESS OR IMPLIED, INCLUDING BUT NOT LIMITED TO THE WARRANTIES 
OF MERCHANTABILITY, FITNESS FOR A PARTICULAR PURPOSE AND NONINFRINGEMENT. 
IN NO EVENT SHALL THE AUTHORS OR COPYRIGHT HOLDERS BE LIABLE FOR ANY 
CLAIM, DAMAGES OR OTHER LIABILITY, WHETHER IN AN ACTION OF CONTRACT, TORT 
OR OTHERWISE, ARISING FROM, OUT OF OR IN CONNECTION WITH THE SOFTWARE 
OR THE USE OR OTHER DEALINGS IN THE SOFTWARE. 
 
